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1. Introducción 
 
1.1 1000pfoten. ¿Una red social para animales? 
 
Para empezar extraeremos de diferentes fuentes la definición que toma una Red 
Social. 
 
Si extraemos la definición de Wikipedia una red social es “una estructura social que se 
puede representar en forma de uno o varios grafos en el cual los nodos representan individuos (a 
veces denominados actores) y las aristas relaciones entre ellos. Las relaciones pueden ser de 
distinto tipo, como intercambios financieros, amistad, relaciones sexuales, o rutas aéreas. 
También es el medio de interacción de distintas personas como por ejemplo juegos on líne, chats 
foros, spaces, etc.” 
 
Esta sería una definición más generalizada, pero si nos centramos en el punto de vista 
de Internet una red social “trata de portales en donde las personas se inscriben y alimentan el 
sistema con sus datos personales, fotografías, videos, gustos específicos, etcétera. La idea, en el 
fondo, es hacer una especie de conglomerado de amistades, algunas que ya conocemos en la vida 
real, así como otras que son nuevas y que, incluso, no son de nuestro país.” 
 
Uno se puede preguntar, ¿qué diferencias tiene una red social hecha por dos 
estudiantes a las que circulan por la red? 
 
Primero que nuestra red social esta orientada a los animales domésticos, en este caso 
los cans y la segunda, y para nosotros la más importante, es que se ha implementado 
en Ruby on Rails. 
 
La explicación del porque esta destinada a los cans se debe a que el cliente ama a este 
tipo de animales, este cliente tiene una larga experiencia como protectora de animales 
dándolos en adopción. Se dieron cuenta que muchos dueños tienen el deseo de 
compartir historias de sus mascotas y encontrar otras personas que han vivido 
experiencias similares. A diario les llegan videos, fotos, historias de animales que han 
adoptado con ellos. Debido a que la página de las protectoras no estaba implementada 
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de tal manera que la gente pudiera compartir esas experiencias, decidieron crear otra 
página Web, 1000pfoten, para que estas personas pudieran crear y leer sus historias. 
 
La siguiente pregunta que nos hemos de realizar es, ¿qué funcionalidades nos 
permitirá hacer la aplicación?  
 
Para comenzar registrarnos y crearnos un perfil de nuestra mascota. A partir de aquí, 
subir fotos, crear historias, blogs, grupos, conocer a otras personas que amen a sus 
animales y otras muchas acciones que se irán explicando al largo de esta 
documentación. 
 
Nosotros, con la ayuda del tutor, realizaremos una aplicación, en la que podamos 
llegar a decir que  forma parte de la generación Web 2.0. 
 
Esperemos que al finalizar esta aplicación el cliente este satisfecho con el resultado 
final y nosotros hayamos aprendido el lenguaje Ruby on Rails, adaptar este lenguaje 
con Ajax y otro tipo de tecnologías y/o lenguajes y por último, y no menos importante, 
tratar con el cliente, entiendo sus puntos de vista pero a la vez mostrarle los nuestros. 
 
1.2 Requirimientos 
 
Mantuvimos varias reuniones con el cliente, en las que este, nos estableció unos puntos 
en los que se basará esta aplicación: 
• Las principales características de la página han de ser: 
? Simple de usar. 
? Intuitiva. 
? Moderna. 
? Completa. 
? El foco principal sea el can. 
 
Como ya hemos comentado en el apartado anterior, este cliente trabaja en una 
protectora de animales, de aquí vienen estas características. Que sea simple de usar e 
intuitiva porque ira dirigida a personas que no saben manejarse por la red, moderna 
quiere decir una página que no se vea desfasada, antigua, cuando el cliente se refiere a 
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completa, quiere decir que sea una página donde hayan fotos, se puedan crear 
historias, posts, etc. y el último punto, ya se ha comentado bastante el porque. 
 
Otro punto que dejó bastante claro, fue el de que no quería una página de contactos, 
donde la gente enviara mensajes a los otros usuarios viendo si el dueño es guapo/a.  Es 
por este motivo, que en un principio, decidimos no poner foto del usuario en el perfil 
del can, ya que como es difícil controlar, por lo menos algo de nuestra parte 
pondremos para que no ocurra. 
 
El perfil personal de la mascota estará marcado por una serie de campos, como la 
descripción, la raza, el sexo y otros campos que aún estarían por determinar. En este 
espacio personal también estará formado por fotos y videos. 
 
Para finalizar estos requisitos iniciales, al cliente le gustaría que se pudieran formar 
grupos entre los usuarios, ya sean por afinidades, por cercanía, para que puedan 
compartir sus experiencias. 
 
Estos requerimientos se irán ampliando y modificando al largo de este proyecto, por 
ejemplo el hecho de incorporar Google Maps o realizar unos recomendadores se esta 
estudiando por parte del cliente. 
 
1.3 Motivaciones 
 
Para hacer frente a este proyecto y no a otros, hemos tenido en sobretodo en cuenta, a 
parte de otros puntos, estos tres factores: 
1. Ruby en Rails. 
2. Ajax. 
3. Cliente real. 
 
Realizarla en Ruby on Rails nos proporcionará el aprendizaje de un nuevo lenguaje, y 
en este caso, este lenguaje supone la nueva generación en desarrollo de aplicaciones 
Web y cada día va ganando más adeptos ya que fue diseñado para un desarrollo 
rápido y sencillo. 
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El segundo punto va enlazado con el primero, ya que Ajax también pertenece a esta 
nueva generación de desarrollo de aplicaciones Web. Ajax no es una tecnología, es 
realmente muchas tecnologías como por ejemplo, XML y JavaScript. 
 
Ajax proporcionará entre el usuario y nuestra aplicación una interacción asíncrona, 
independientemente de la comunicación con el servidor, de esta manera el usuario no 
estará mirando la página en blanco del navegador y un icono del reloj de arena 
esperando a que el servidor haga algo. 
  
Tanto Ruby on Rails como Ajax pertenecen forman parte de Web 2.0, que representa la 
evolución de las aplicaciones tradicionales hacia aplicaciones Web enfocadas al usuario 
final.  
 
Y para finalizar, el último punto al que hemos hecho referencia anteriormente, es el 
cliente. Este proyecto se ha va a realizar con un cliente real, el cual nos expondrá sus 
ideas y nosotros tendremos que plasmarlas en la Web.  
 
Normalmente tratar con el cliente es difícil, ya que tienen unas ideas y no entienden si 
eso es posible implementarlo o no y es cuando nosotros tendremos que explicarle si se 
puede realizar o de lo contrario enfocárselo de otra manera. 
 
Desde nuestro punto de vista, este trato, hará que cojamos experiencia para futuros 
trabajos y también el hecho de que este proyecto tiene una utilidad real, y no quedará 
solamente en papel de otro PFC. 
 
1.4 Objetivos 
 
Los principales objetivos que se quieren conseguir con la realización de este proyecto 
son: 
• Realizar una página intuitiva, moderna, ágil, dinámica y funcional. 
• Utilizar y conocer nuevos lenguajes y tecnologías. Como por ejemplo 
Ruby on Rails, Ajax. 
• Adaptarla de una manera que forme parte de la nueva generación de 
aplicaciones Web 2.0 
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• Poder llevar a la práctica gran parte de la teoría vista en las diferentes 
asignaturas de la carrera, especialmente las tareas de análisis, diseño e 
implementación de un proyecto, que van desde que se tiene una idea 
inicial hasta que esa idea es una realidad, y todos los pasos y 
planificaciones llevados a cabo para realizarlo.  
• Dotar a la aplicación de una gran reusabilidad, de tal forma que se 
puedan implementar mejoras o cambios con relativa facilidad y sin 
afectar al diseño original.  
• Saber tratar con el cliente. No siendo ni muy permisivos ni muy 
restrictivos. 
• Una vez realizada la aplicación, el cliente este satisfecho con el resultado 
final. 
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2. Ruby on Rails  
 
2.1 ¡Sobre raíles! 
 
Ruby on Rails, también conocido como RoR o Rails es un framework de aplicaciones 
Web de código abierto escrito en el lenguaje de programación Ruby, siguiendo el 
paradigma de la arquitectura Modelo Vista Controlador (MVC). Trata de combinar la 
simplicidad con la posibilidad de desarrollar aplicaciones del mundo real escribiendo 
menos código que con otros frameworks y con un mínimo de configuración. El 
lenguaje de programación Ruby permite la metaprogramación, escribir programas que 
escriben o manipulan otros programas, de la cual Rails hace uso, lo que resulta una 
sintaxis que muchos usuarios encuentran muy legible. Rails se distribuye a través de 
RubyGems, que es el formato oficial de paquete y canal de distribución de librerías y 
aplicaciones Ruby. 
 
2.2 Ruby  
 
2.2.1 Historia 
 
El lenguaje fue creado por Yukihiro “Matz” Matsumoto, quién empezó a trabajar el 
Ruby en 24 de febrero de 1993, y lo lanzó al público en el año 1995. El nombre “Ruby” 
fue ideado en base a la piedra correspondiente al mes de nacimiento de un amigo. A la 
fecha de Diciembre de 2007, el 26 de Diciembre de 2007 fue publicado Ruby 1.9.0,  
versión estable, en la que empezamos a desarrollar, pero que actualizamos cuando fue 
publicado Ruby 2.0.2, también una versión estable, que incorpora mejoras sustanciales 
en el rendimiento del lenguaje. Diferencias en rendimiento entre la implementación de 
Ruby (1.8.6) y otros lenguajes de programación más arraigados ha llevado al desarrollo 
de varias máquinas virtuales para Ruby. Entre esas se encuentra JRuby, un intento de 
llevar a la plataforma Java, y Rubinius, un intérprete modelado en base a las máquinas 
virtuales de Smalltalk. 
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2.2.2 Filosofía 
 
El creador del lenguaje Yukihiro “Matz” Matsumoto, ha dicho que Ruby está diseñado 
para la productividad y la diversión del desarrollador, siguiendo los principios de un 
buen interface de usuario. Sostiene que el diseño de sistemas necesita enfatizar las 
necesidades humanas más que las de la máquina. 
 
Ruby sigue el “principio de la menor sorpresa”, lo que significa que el lenguaje debe 
comportarse de tal manera que minimice la confusión de los usuarios experimentados. 
Matz ha comentado que su principal objetivo era hacer un lenguaje que fuera capaz de 
minimizar el trabajo de programación y la posible confusión. 
 
2.2.3 Sintaxis 
 
La sintaxis de Ruby es similar a la de Perl o Pyton. La definición de clases y métodos 
está definida por palabras clave. Sin embargo, en Perl, las variables no llevan prefijos. 
Cuando se usa, un prefijo indica el ámbito de las variables. La mayor diferencia con C 
y Perl es que las palabras clave son usadas para definir bloques de código sin llaves. 
Los saltos de línea son significativos y son interpretados como el final de una sentencia, 
el punto y coma tiene el mismo uso. 
 
Ruby mantiene todas sus variables de instancia privadas dentro de las clases y sólo la 
expone a través de métodos de acceso (attr_writer, attr_reader, …). Los métodos de 
acceso en Ruby pueden ser escritos con una sola línea de código. Como la innovación 
de estos métodos no requiere el uso de paréntesis es trivial cambiar una variable de 
instancia en una función sin tocar una línea de código o refactorizar dicho código.  
 
En Ruby todas las variables de instancia son privadas y también proporciona una 
manera sencilla de declarar métodos set y get. Esto mantiene el principio de que en 
Ruby no se pueden acceder a los miembros internos de una clase desde fuera de esta, 
en lugar de esto se pasa un mensaje, se invoca un método, a la clase y recibe la 
respuesta. 
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2.2.4 Características 
 
· Orientado a objetos. Esto quiere decir que todos los datos en Ruby son un objeto, en el 
sentido de Smalltalk, sin excepción. Por ejemplo: En Ruby, el número 1 es una instancia 
de la clase Fixnum. 
· Existe diferencia entre mayúsculas y minúsculas (case sensitive). 
· Comentarios. Todo lo que siga al símbolo # hasta el final de la línea en que aparece, 
es ignorado por el intérprete. Para facilitar bloques de comentarios, el intérprete ignora 
también todo el texto que aparezca entre una línea que comience con =begin y una que 
termine con =end. 
· Límites de expresiones Múltiples expresiones en una misma línea deben ser 
separadas por “;” (punto y coma) pero no se requieren al final de cada línea. Si una 
línea termina con \, el salto de línea es ignorado, lo que te permite dividir líneas muy 
largas en varias más pequeñas. 
· Keywords – También conocidos como términos reservados (hay alrededor de 38) no 
pueden ser usados para ningún otro propósito. Tal vez estés acostumbrado a pensar 
que un valor falso puede representarse con un cero, una cadena vacía, null o alguna 
otra cosa, pero en Ruby, todos los anteriores son valores verdaderos. De hecho, todo es 
verdadero excepto los keywords false y nil. 
· Potentes operaciones sobre cadenas de caracteres y expresiones regulares. 
· La orientación a objetos de Ruby ha sido cuidadosamente diseñada para ser completa 
y abierta a nuevas mejoras al mismo tiempo. Por ejemplo: Ruby tiene la habilidad de 
añadir métodos a una clase, o incluso a una instancia, mientras se procesa. Por lo tanto, 
si hace falta, una instancia de una clase puede actuar de diferente manera que otras 
estancias de la misma clase. 
· Rápido y sencillo. 
· Son innecesarias las declaraciones de variables. 
· No necesita declaraciones de variables. Utiliza una nomenclatura sencilla para definir 
el alcance de una variable. Por ejemplo: un simple var = variable local,@var = variable 
de instancia, $var = variable global. 
· La sintaxis es simple y consistente. 
· Recolección de basura automática. La gestión de memoria se realiza 
automáticamente. Trabaja con todos los objetos de Ruby. No tiene que preocuparse por 
mantener una relación de referencias en las librerías de extensiones. 
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· Cuatro niveles de ámbito de variable: global, clase, instancia y local. Las variables 
siempre son referencias a objetos, no los objetos mismos. 
· Modelo de procesamiento de excepciones, para que sea sencillo el manejo de errores. 
· Ruby dispone de bloques en su sintaxis (código rodeado por { } o do end). Estos 
bloques se pueden pasar a los métodos o convertirse en cierres. 
· Los integrales en Ruby pueden (y de hecho deben) ser usados sin tener en cuenta sus 
representaciones internas. Son pequeños integrales (instancias de la clase Fixnum) y 
grandes integrales (Bignum), pero no se debe de preocupar de cual usar en cada 
momento. Si un valor es lo suficientemente pequeño, un integral es un Fixnum, y de 
otro modo un Bignum. La conversión se produce de forma automática. 
· Altamente portable: Funciona en Linux, DOS, Windows (cualquiera), MacOS, etc. 
· Dispone de hebras independientes del S.O. Por lo tanto, en cualquier plataforma en la 
que corra Ruby, usted dispone de multihebrado (multithreading), independientemente 
de que el S.O. lo soporte o no, incluído MS-DOS. 
· Puede cargar librerías de extensiones dinámicamente si el Sistema Operativo lo 
permite. 
· Amplia librería estándar.  
· Ruby dispone únicamente de herencias simples, a cosa hecha. Pero Ruby conoce los 
conceptos de módulos (llamados Categorías en Objective-C). Los módulos son 
colecciones de métodos. Cada clase puede importar un módulo y al hacerlo obtiene 
todos sus métodos a cambio. 
 
2.3 RoR 
 
2.3.1  Historia de RoR 
 
Ruby on Rails fue escrito por David Heinemeier Hansson a partir de su trabajo en 
Basecamp, una herramienta de gestión de proyectos, por 37signals. En gran parte 
gracias al éxito de Basecamp, 37signals se ha especializado desde entonces en 
desarrollo de aplicación y producción. 
 
Al principio RoR no fue creado como framework independiente. Fue extraído de una 
aplicación existente que ya estaba en uso, entonces 37signals tuvo en mente usar lo que 
ya existía para construir otras aplicaciones. Heinemeier Hansson vio más fácil el 
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potencial para hacer su trabajo extrayendo la funcionalidad común como la abstracción 
de la base de datos y más tarde se hizo la primera publicación de Ruby on Rails. 
 
Decidió publicar Rails como código libre por “fundamentalmente para que hayan 
nuevas versiones de las Webs”. La primera versión beta fue publicada en Julio de 2004, 
con RoR 1.0 se publicó el 13 de diciembre de 2005. hasta la fecha, mas de 300000 copias 
de Rails se descargaron y este número va en aumento. 
 
El hecho que el framework de Rails fuera extraído de Basecamp es considerado por la 
comunidad de Rails que este Framework es un punto fuerte al que quieren seguir 
apostando. 
 
Rails resolvió verdaderos problemas cuando fue publicado, demostró ser un 
framework útil, coherente y completo. 
 
Mientras Heinemeier Hansson promocionaba Rails y todavía sigue esforzándose con 
todo lo relacionado con la programación de Rails, el framework ha sido beneficiado 
enormemente por ser código libre. Con el tiempo, los desarrolladores de Rails han 
desarrollado miles de extensiones para el repositorio. Este repositorio esta bien 
almacenado por el equipo de Rails, compuesto por doce desarrolladores profesionales, 
escogidos entre todos los contribuyentes y llevado por Heinemeier Hansson. 
 
A continuación se muestra todas las publicaciones de Ruby on Rails hasta el día de 
hoy. 
  
· Ruby on Rails 1.0 fue publicado el 13 de diciembre de 2005.  
· Ruby on Rails 1.1 fue publicado el 28 de marzo de 2006.  
· Ruby on Rails 1.2 fue publicado el 18 de enero de 2007.  
· Ruby on Rails 2.0 fue publicado el 7 de diciembre de 2007.  
· Ruby on Rails 2.1 fue publicado el 1 de junio de 2008. 
 
2.3.2 Filosofía  
 
· Basado en el patrón MVC (Modelo – Vista – Controlador) 
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· DRY (Don’t repeat yourself, “No te repitas”) 
· COC (Convención sobre configuración) 
 
2.3.2.1 Modelo Vista Controlador 
 
· Patrón de arquitectura de software que separa los datos de una aplicación en tres 
componentes distintos: 
· Modelo: representación específica de la información con la cual el sistema 
opera. 
· Vista: responsable de presentar la interfaz y la información del usuario. 
· Controlador: organiza la aplicación. Recibe eventos del exterior, interactúa con 
el modelo y actualiza la información de las vistas. 
· Ventajas de utilizar MVC: 
 · Código limpio. 
 · DRY. 
 · Facilita el trabajo en equipo. 
 
• Modelo 
 
En las aplicaciones Web orientadas a objetos sobre base de datos, el Modelo consiste en 
las clases que representan a las tablas de la base de datos. 
 
En Ruby on Rails, las clases del Modelo son gestionadas por ActiveRecord, nos permite 
manejar todos los aspectos de la base de datos de la aplicación (conexión a la base de 
datos, mapeo tabla-clase y manipulación de datos). Por lo general, lo único que tiene 
que hacer el programador es heredar de la clase ActiveRecord::Base, y el programa 
averiguará automáticamente qué tabla usar y qué columna tiene. 
 
Las definiciones de las clases también detallan las relaciones entre clases con sentencias 
de mapeo objeto relacional.  
 
Las rutinas de validación de datos y las rutinas relacionadas con la actualización 
también se especifican e implementan en la clase del modelo. 
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El modelo representa: 
 
 · Las tablas de la Base de Datos. 
 · Migraciones (Expresan cambios en la BD) . 
 · Observadores. 
 
El patrón ActiveRecord: 
 · Manejo de base de datos con orientación a objetos. 
  · Las tablas son clases. 
  · Las filas son objetos. 
  · Las columnas son atributos. 
 · Sin configuración: todo por convención: 
  · Por ejemplo: 
   · dog.name ? columna name de una fila de la tabla dog. 
 · Métodos find(). 
 
• Vista 
 
En MVC, Vista es la lógica de visualización, o cómo se muestran los datos de las clases 
del Controlador. Con frecuencia en las aplicaciones Web la vista consiste en una 
cantidad mínima de código incluido el HTML. 
El método que emplea Rails, para gestionar las vistas, por defecto es usar Ruby 
Embebido (archivos .rhtml), que son básicamente fragmentos de código HTML con 
algo de código en Ruby. También pueden construirse vistas en HTML y XML con 
Builder o usando el sistema de plantillas Liquid. 
 
Es necesario escribir un pequeño fragmento de código en HTML para cada método del 
controlador que necesita información al usuario. El “maquetado” o distribución de los 
elementos de la página se describe separadamente de la acción del controlador y los 
fragmentos pueden invocarse unos a otros. 
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• Controlador 
 
En MVC, las clases del Controlador responden a la interacción del usuario e invocan a 
la lógica de la aplicación, que a su vez manipula los datos de las clases del Modelo y 
muestra los resultados usando las Vistas. En las aplicaciones Web basadas en MVC, los 
métodos del controlador son invocados por el usuario usando navegador Web. 
 
La implementación del Controlador es manejada por el ActionPack de Rails, que 
contiene la clase ApplicationController. Una aplicación Rails simplemente hereda de esta 
clase y define las acciones necesarias como métodos, que pueden ser invocados desde 
la Web.  
 
  
 
2.3.2.2 DRY – No te repitas 
 
· Las definiciones deberían hacerse sólo una vez. 
· La repetición innecesaria de conocimiento es fuente de errores (incongruencias). 
· En Ruby on Rails los componentes están integrados de manera que no hace falta 
establecer puentes entre ellos. 
 
Fig 1. Interacción MVC 
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Como podemos ver en la imagen en Java para mostrar el nombre y la fecha, se han de 
crear cuatro métodos, dos para recoger el valor y otros dos para mostrarlos.  
 
En cambio en RoR lo hace automáticamente con la sintaxis attr_accessor, que hace que 
los atributos sean legibles y se puedan escribir. 
 
2.3.2.3 COC – Convención sobre configuración 
 
· El programador sólo necesita definir aquella configuración que no es convencional. 
· En vez de requerir innumerables archivos de configuración “.xml”, Rails propone 
“defaults” razonables, que podemos cambiar. 
· Algunos tipos de datos, campos sugeridos (id, created at y updated at, etc.) 
· Cómo se llaman las tablas y las clases, así como las tablas de relación (y qué va en 
singular, qué va en plural | y cómo se determina cómo singularizar/pluralizar) 
· Cómo se organizan los archivos en nuestro árbol. 
 
 
Fig 2. Mismo ejemplo en Java y en Ruby 
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2.4 Migraciones 
 
· Clases de Ruby para crear, modificar y eliminar tablas. 
· Permite independizar tu BBDD del motor de BBDD que utilices. 
· Permite ejecutar cambios en tu modelo de datos sin esfuerzo. 
· Rails soporta las principales bases de datos como: 
· MySQL 
· Sqlite3 
· Oracle 
· Postgre SQL 
· SQL Server 
 
· Sintaxis de la clase de migración: 
· Las acciones disponibles son las siguientes: 
· Sobre las tablas: create_table, drop_table, rename_table.  
· Sobre las columnas: add_column, remove_column, rename_column, 
change_column. 
· Sobre los indíces: add_index, remove_index.  
· Se definen dos métodos: self.up y self.down: Todo lo que hagamos en nuestro 
método up lo debemos deshacer en el método down. 
· Al crear un modelo, entre los archivos generados se encuentra una migración. Las 
migraciones son creadas en orden, por lo que los archivos serán numerados conforme 
se vayan creando, empezando por 001. 
Fig 3. Ejemplo COC 
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· Principal ventaja: actúan como si fueran versiones de nuestra aplicación. Si nos 
equivocamos en algo y queremos regresar a la versión anterior sólo tenemos que 
recrear nuestro esquema de tablas que teníamos para esa versión. 
· Para “navegar” entre versiones tenemos algunas tareas rake: 
 
· db:migrate [VERSION=n] ? Crea el esquema de tablas. 
· db:migrate:redo [STEP=n] ? Regresa a la versión previa y vuelve a migrarla. 
· db:migrate:reset ? Borra tu db, la vuelve a crear, y migra las tablas . 
· db:rollback [STEP=n] ? Regresa a la versión previa. 
 
2.5 El patrón ActionController 
 
· Procesa la URL solicitada. 
· Dirige la petición al controlador correspondiente. 
· El controlador realiza la tarea correspondiente, solicitando al Modelo los datos que 
necesite. 
· Renderiza la plantilla (la Vista). 
 
2.6 El patrón ActionView 
 
· Se encarga de convertir los datos que le pasa el controlador en el HTML que se servirá 
al navegador. 
· Es necesario escribir un pequeño fragmento de código en HTML para cada método 
del controlador que necesita mostrar información al usuario.  
· Existen muchas maneras de gestionar las vistas. En Rails se usa Ruby Embebido 
(archivos .rhtml), fragmentos de código HTML con algo de código en Ruby. 
 
 
    
Fig 4. Ejemplo RHTML 
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2.7 Helpers 
 
· Permiten minimizar el código utilizado en la presentación, ya que encapsulan 
grandes bloques de código en llamadas simples a funciones.   
· Generación de URLs, de formularios. 
· Formateo de datos. 
· Paginación. 
 
2.8 Plugin 
 
Un plugin en Rails puede ser tanto una extensión como una modificación del 
framework. El plugin proporciona: 
 
·  un camino para los desarrolladores para compartir ideas sin modificar la base 
del código. 
·  una arquitectura segmentada dónde las unidades de código puedan ser 
fijadas o actualizadas sobre su propia lista. 
· una salida para los desarrolladores que no tienen que incluir todos los rasgos 
nuevos. 
· DRY: muchos plugins nacen por evitar la repetición sistemática de código en 
distintas aplicaciones y en una misma aplicación.  
 
• Ejemplos de plugins: 
 
· attachment_fu: Plugin para subir y gestiónar imágenes en nuestra aplicación Rails.  
· will_paginate: Con Rails 2.0 se ha quitado la opción de paginación que había, ya que 
era muy lento y no estaban satisfechos. Con este plugin la problemática se resuelve 
muy sencillamente. 
· acts_as_list: Agrega métodos al objeto de ActiveRecord para hacer que cada objeto 
actúe como elemento de una lista. 
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• Instalación de attachment_fu 
 
· El primer requerimiento para instalar el plugin es tener alguno de los siguientes 
procesadores de imágenes instalado: 
 > ImageScience: Un Gem muy ligero que utiliza FreeImage (Solo permite 
redimensionado) 
 > RMagick: El mas utilizado, este es el mas encontrado en los servicios de 
hospedaje para Ruby on Rails. Una de las desventajas de este gem es que utiliza 
demasiada memoria. 
 > Minimagick: Es mas ligero en su utilización de memoria ya que no carga las 
librerías del ImageMagick sino que utiliza el comando mogrify de ImageMagick 
accesando directamente la consola. Este es el que utilizare en este tutorial. 
 
La función del procesador de imágenes es hacer las distintas versiones de la imagen, 
como serían las miniaturas. Para instalarlo simplemente escribimos: 
  
· sudo gem install mini_magick 
 
Ya teniendo el Gem de minimagick instalado ejecutamos en una consola y en el 
directorio de nuestro proyecto rails lo siguiente: 
 
· script/plugin install http://svn.techno-
weenie.net/projects/plugins/attachment_fu/ 
 
• Instalación will_paginate 
 
Más fácil que instalar que el anterior plugin, sólo hay que poner en la consola lo 
siguiente: 
 
· script/plugin install svn://errtheblog.com/svn/plugins/will_paginate 
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• Instalación acts_as_list 
 
Se instala como el anterior plugin: 
 
· script/plugin install svn://errtheblog.com/svn/plugins/acts_as_list 
 
2.9 RubyGems 
 
RubyGems es un gestor de paquetes para el lenguaje de programación Ruby que 
proporciona un formato estándar y autocontenido, llamado gem, para poder distribuir 
programas o librerías Ruby, una herramienta destinada a gestionar la instalación de 
estos, y un servidor para su distribución. Es, por tanto, equivalente al papel que juegan 
CPAN y PEAR en los lenguajes Perl y PHP, respectivamente. 
 
2.9.1 Ejemplos de RubyGems 
 
· Ferret: buscador de alta precisión basado en Apache Lucene. 
· Mongrel: servidor http ligero creado para soportar aplicaciones en Ruby y muy 
extendido entre aplicaciones en producción. 
· Rmagick: es una interface entre el lenguaje de programación de Ruby y el 
ImageMagick y GraphicsMagick que son las librerías de procesamiento de imágenes. 
2.10 Helpers 
 
 
3. Comparación otros lenguajes 
 
3.1 PHP 
 
PHP es un lenguaje de programación interpretado 
usado normalmente para la creación de páginas 
Web dinámicas, habitualmente es combinado con el 
motor MYSQL, aunque también cuenta con soporte 
nativo para otros motores, incluyendo el ODBC, lo 
que amplía en gran medida sus posibilidades de 
Fig 5.  ¿Cómo funciona PHP? 
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conexión. 
 
3.1.1 Como funciona PHP 
 
PHP se ejecuta en el servidor, esto quiere decir que no es necesario que el navegador 
soporte este lenguaje, pero el servidor ha de soportar este lenguaje. 
 
Al ser ejecutado en el servidor, este permite acceder a los recursos que tenga, como por 
ejemplo la base de datos, y el resultado es enviado al navegador. 
 
3.1.2 Ventajas 
 
· La sintaxis de PHP es similar a la de C, por esto cualquier con experiencia en 
lenguajes al estilo C, (Java, Javascript) podrá entender rápidamente PHP.  
· PHP corre en casi todas las plataformas utilizando el mismo código fuente, pudiendo 
ser compilado y ejecutado en algo así como 25 plataformas, incluyendo diferentes 
versiones de Unix, Windows y Macs. Como en todos los sistemas se utiliza el mismo 
código base, los scripts pueden ser ejecutados de manera independiente al OS. 
· Capacidad de conexión con la mayoría de los manejadores de base de datos que se 
utilizan en la actualidad, destaca su conectividad con MYSQL. 
· Capacidad de expandir su potencial utilizando la enorme cantidad de módulos. 
Cuando un programador en PHP necesite una interfase para una librería en particular, 
fácilmente podrá crear una API para esta. Algunas de las que vienen implementadas 
permiten manejo de gráficos, archivos, calendarios, etc. 
· Posee una amplia documentación. 
· Es libre, por lo que se presenta como una alternativa de fácil acceso para todos. 
· Permite las técnicas de Programación Orientada a Objetos. 
· Biblioteca nativa de funciones sumamente amplia e incluida. 
· No requiere definición de tipos de variables. 
· Tiene manejo de excepciones. 
· Rapidez, PHP generalmente es utilizado como módulo de Apache, lo que lo hace 
extremadamente veloz. Esta completamente escrito en C, así que se ejecuta 
rápidamente utilizando poca memoria. 
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3.1.3 Desventajas 
 
· No posee una abstracción de base de datos estándar, sino bibliotecas especializadas 
para cada motor (a veces más de una para el mismo motor). 
· No posee adecuado manejo de unicode. 
· Por su diseño dinámico no puede ser compilado y es muy difícil de optimizar. 
· Por sus características promueve la creación de código desordenado y complejo de 
mantener. 
· Está diseñado especialmente para un modo de hacer aplicaciones Web que es 
ampliamente considerado problemático y obsoleto. 
 
3.2 Java   
• Es un lenguaje de programación que ofrece la potencia del diseño orientado a 
objetos con una sintaxis fácilmente accesible y un entorno robusto y agradable. 
• Proporciona un conjunto de clases potente y flexible. 
• Pone al alcance de cualquiera la utilización de aplicaciones que se pueden 
incluir directamente en páginas Web (aplicaciones denominadas applets). 
Java aporta a la Web una interactividad que se había buscado durante mucho tiempo 
entre usuario y aplicación 
 
3.2.1 Características 
• SIMPLE:  
Java ofrece toda la funcionalidad de un lenguaje potente, pero sin las características 
menos usadas y más confusas de éstos. C++ es un lenguaje que adolece de falta de 
seguridad, pero C y C++ son lenguajes más difundidos, por ello Java se diseñó para ser 
parecido a C++ y así facilitar un rápido y fácil aprendizaje.  
Java elimina muchas de las características de otros lenguajes como C++, para mantener 
reducidas las especificaciones del lenguaje y añadir características muy útiles como el 
garbage collector (reciclador de memoria dinámica). No es necesario preocuparse de 
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liberar memoria, el reciclador se encarga de ello y como es un thread de baja prioridad, 
cuando entra en acción, permite liberar bloques de memoria muy grandes, lo que 
reduce la fragmentación de la memoria.  
Java reduce en un 50% los errores más comunes de programación con lenguajes como 
C y C++ al eliminar muchas de las características de éstos, entre las que destacan:  
• aritmética de punteros  
• no existen referencias  
• registros (struct)  
• definición de tipos (typedef)  
• macros (#define)  
• necesidad de liberar memoria (free)  
Aunque, en realidad, lo que hace es eliminar las palabras reservadas (struct, typedef), 
ya que las clases son algo parecido.  
Además, el intérprete completo de Java que hay en este momento es muy pequeño, 
solamente ocupa 215 Kb de RAM.  
• ORIENTADO A OBJETOS:  
Java implementa la tecnología básica de C++ con algunas mejoras y elimina algunas 
cosas para mantener el objetivo de la simplicidad del lenguaje. Java trabaja con sus 
datos como objetos y con interfaces a esos objetos. Soporta las tres características 
propias del paradigma de la orientación a objetos: encapsulación, herencia y 
polimorfismo. Las plantillas de objetos son llamadas, como en C++, clases y sus copias, 
instancias. Estas instancias, como en C++, necesitan ser construidas y destruidas en 
espacios de memoria.  
Java incorpora funcionalidades inexistentes en C++ como por ejemplo, la resolución 
dinámica de métodos. Esta característica deriva del lenguaje Objective C, propietario 
del sistema operativo Next. En C++ se suele trabajar con librerías dinámicas (DLLs) 
que obligan a recompilar la aplicación cuando se retocan las funciones que se 
encuentran en su interior. Este inconveniente es resuelto por Java mediante una 
interfaz específica llamada RTTI ( RunTime Type Identification ) que define la interacción 
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entre objetos excluyendo variables de instancias o implementación de métodos. Las 
clases en Java tienen una representación en el runtime que permite a los 
programadores interrogar por el tipo de clase y enlazar dinámicamente la clase con el 
resultado de la búsqueda.  
• DISTRIBUIDO:  
Java se ha construido con extensas capacidades de interconexión TCP/IP. Existen 
librerías de rutinas para acceder e interactuar con protocolos como http y ftp . Esto 
permite a los programadores acceder a la información a través de la red con tanta 
facilidad como a los ficheros locales.  
La verdad es que Java en sí no es distribuido, sino que proporciona las librerías y 
herramientas para que los programas puedan ser distribuidos, es decir, que se corran 
en varias máquinas, interactuando.  
• ROBUSTO:  
Java realiza verificaciones en busca de problemas tanto en tiempo de compilación 
como en tiempo de ejecución. La comprobación de tipos en Java ayuda a detectar 
errores, lo antes posible, en el ciclo de desarrollo. Java obliga a la declaración explícita 
de métodos, reduciendo así las posibilidades de error. Maneja la memoria para 
eliminar las preocupaciones por parte del programador de la liberación o corrupción 
de memoria. También implementa los arrays auténticos , en vez de listas enlazadas de 
punteros, con comprobación de límites, para evitar la posibilidad de sobreescribir o 
corromper memoria resultado de punteros que señalan a zonas equivocadas. Estas 
características reducen drásticamente el tiempo de desarrollo de aplicaciones en Java.  
Además, para asegurar el funcionamiento de la aplicación, realiza una verificación de 
los byte-codes , que son el resultado de la compilación de un programa Java. Es un 
código de máquina virtual que es interpretado por el intérprete Java. No es el código 
máquina directamente entendible por el hardware, pero ya ha pasado todas las fases 
del compilador: análisis de instrucciones, orden de operadores, etc., y ya tiene 
generada la pila de ejecución de órdenes.  
Java proporciona, pues:  
 My pet  
  Página | 28   
• Comprobación de punteros  
• Comprobación de límites de arrays  
• Excepciones  
• Verificación de byte-codes  
• ARQUITECTURA NEUTRAL:  
Para establecer Java como parte integral de la red, el compilador Java compila su 
código a un fichero objeto de formato independiente de la arquitectura de la máquina 
en que se ejecutará. Cualquier máquina que tenga el sistema de ejecución (run-time) 
puede ejecutar ese código objeto, sin importar en modo alguno la máquina en que ha 
sido generado. Actualmente existen sistemas run-time para Solaris 2.x, SunOs 4.1.x, 
Windows 95, Windows NT, Linux, Irix, Aix, Mac, Apple y probablemente haya grupos 
de desarrollo trabajando en el porting a otras plataformas.  
 
 
El código fuente Java se "compila" a un código de bytes de alto nivel independiente de 
la máquina. Este código (byte-codes) está diseñado para ejecutarse en una máquina 
hipotética que es implementada por un sistema run-time, que sí es dependiente de la 
máquina.  
En una representación en que tuviésemos que indicar todos los elementos que forman 
parte de la arquitectura de Java sobre una plataforma genérica, obtendríamos una 
figura como la siguiente:  
Fig 6. Explicación de Tiempo de compilación y Tiempo de Ejecución en Java  
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En ella podemos ver que lo verdaderamente dependiente del sistema es la Máquina 
Virtual Java (JVM) y las librerías fundamentales, que también nos permitirían acceder 
directamente al hardware de la máquina. Además, habrá APIs de Java que también 
entren en contacto directo con el hardware y serán dependientes de la máquina, como 
ejemplo de este tipo de APIs podemos citar:  
• Java 2D: gráficos 2D y manipulación de imágenes  
• Java Media Framework : Elementos críticos en el tiempo: audio, video...  
• Java Animation: Animación de objetos en 2D  
• Java Telephony: Integración con telefonía  
• Java Share: Interacción entre aplicaciones multiusuario  
• Java 3D: Gráficos 3D y su manipulación  
• SEGURO:  
La seguridad en Java tiene dos facetas. En el lenguaje, características como los punteros 
o el casting implícito que hacen los compiladores de C y C++ se eliminan para prevenir 
el acceso ilegal a la memoria. Cuando se usa Java para crear un navegador, se 
combinan las características del lenguaje con protecciones de sentido común aplicadas 
al propio navegador.  
Fig 7. Arquitectura de Java 
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El lenguaje C, por ejemplo, tiene lagunas de seguridad importantes, como son los 
errores de alineación . Los programadores de C utilizan punteros en conjunción con 
operaciones aritméticas. Esto le permite al programador que un puntero referencie a un 
lugar conocido de la memoria y pueda sumar (o restar) algún valor, para referirse a 
otro lugar de la memoria. Si otros programadores conocen nuestras estructuras de 
datos pueden extraer información confidencial de nuestro sistema. Con un lenguaje 
como C, se pueden tomar números enteros aleatorios y convertirlos en punteros para 
luego acceder a la memoria:  
printf( "Escribe un valor entero: " ); 
scanf( "%u",&puntero ); 
printf( "Cadena de memoria: %sn",puntero ); 
Otra laguna de seguridad u otro tipo de ataque, es el Caballo de Troya . Se presenta un 
programa como una utilidad, resultando tener una funcionalidad destructiva. Por 
ejemplo, en UNIX se visualiza el contenido de un directorio con el comando ls . Si un 
programador deja un comando destructivo bajo esta referencia, se puede correr el 
riesgo de ejecutar código malicioso, aunque el comando siga haciendo la funcionalidad 
que se le supone, después de lanzar su carga destructiva. Por ejemplo, después de que 
el caballo de Troya haya enviado por correo el /etc/shadow a su creador, ejecuta la 
funcionalidad de ls persentando el contenido del directorio. Se notará un retardo, pero 
nada inusual.  
El código Java pasa muchos tests antes de ejecutarse en una máquina. El código se pasa 
a través de un verificador de byte-codes que comprueba el formato de los fragmentos 
de código y aplica un probador de teoremas para detectar fragmentos de código ilegal -
código que falsea punteros, viola derechos de acceso sobre objetos o intenta cambiar el 
tipo o clase de un objeto-.  
Si los byte-codes pasan la verificación sin generar ningún mensaje de error, entonces 
sabemos que:  
• El código no produce desbordamiento de operandos en la pila  
• El tipo de los parámetros de todos los códigos de operación son conocidos y 
correctos  
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• No ha ocurrido ninguna conversión ilegal de datos, tal como convertir enteros 
en punteros  
• El acceso a los campos de un objeto se sabe que es legal: public, private, 
protected  
• No hay ningún intento de violar las reglas de acceso y seguridad establecidas  
El Cargador de Clases también ayuda a Java a mantener su seguridad, separando el 
espacio de nombres del sistema de ficheros local, del de los recursos procedentes de la 
red. Esto limita cualquier aplicación del tipo Caballo de Troya , ya que las clases se 
buscan primero entre las locales y luego entre las procedentes del exterior.  
Las clases importadas de la red se almacenan en un espacio de nombres privado, 
asociado con el origen. Cuando una clase del espacio de nombres privado accede a otra 
clase, primero se busca en las clases predefinidas (del sistema local) y luego en el 
espacio de nombres de la clase que hace la referencia. Esto imposibilita que una clase 
suplante a una predefinida.  
En resumen, las aplicaciones de Java resultan extremadamente seguras, ya que no 
acceden a zonas delicadas de memoria o de sistema, con lo cual evitan la interacción de 
ciertos virus. Java no posee una semántica específica para modificar la pila de 
programa, la memoria libre o utilizar objetos y métodos de un programa sin los 
privilegios del kernel del sistema operativo. Además, para evitar modificaciones por 
parte de los crackers de la red, implementa un método ultraseguro de autentificación 
por clave pública. El Cargador de Clases puede verificar una firma digital antes de 
realizar una instancia de un objeto. Por tanto, ningún objeto se crea y almacena en 
memoria, sin que se validen los privilegios de acceso. Es decir, la seguridad se integra 
en el momento de compilación, con el nivel de detalle y de privilegio que sea necesario.  
Dada, pues la concepción del lenguaje y si todos los elementos se mantienen dentro del 
estándar marcado por Sun, no hay peligro. Java imposibilita, también, abrir ningún 
fichero de la máquina local (siempre que se realizan operaciones con archivos, éstas 
trabajan sobre el disco duro de la máquina de donde partió el applet), no permite 
ejecutar ninguna aplicación nativa de una plataforma e impide que se utilicen otros 
ordenadores como puente, es decir, nadie puede utilizar nuestra máquina para hacer 
peticiones o realizar operaciones con otra. Además, los intérpretes que incorporan los 
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navegadores de la Web son aún más restrictivos. Bajo estas condiciones (y dentro de la 
filosofía de que el único ordenador seguro es el que está apagado, desenchufado, 
dentro de una cámara acorazada en un bunker y rodeado por mil soldados de los 
cuerpos especiales del ejército), se puede considerar que Java es un lenguaje seguro y 
que los applets están libres de virus.  
Respecto a la seguridad del código fuente, no ya del lenguaje, JDK proporciona un 
desemsamblador de byte-code, que permite que cualquier programa pueda ser 
convertido a código fuente, lo que para el programador significa una vulnerabilidad 
total a su código. Utilizando javap no se obtiene el código fuente original, pero sí 
desmonta el programa mostrando el algoritmo que se utiliza, que es lo realmente 
interesante. La protección de los programadores ante esto es utilizar llamadas a 
programas nativos, externos (incluso en C o C++) de forma que no sea descompilable 
todo el código; aunque así se pierda portabilidad. Esta es otra de las cuestiones que 
Java tiene pendientes.  
• PORTABLE:  
Más allá de la portabilidad básica por ser de arquitectura independiente, Java 
implementa otros estándares de portabilidad para facilitar el desarrollo. Los enteros 
son siempre enteros y además, enteros de 32 bits en complemento a 2. Además, Java 
construye sus interfaces de usuario a través de un sistema abstracto de ventanas de 
forma que las ventanas puedan ser implantadas en entornos Unix, Pc o Mac.  
• INTERPRETADO:  
El intérprete Java (sistema run-time) puede ejecutar directamente el código objeto. 
Enlazar (linkar) un programa, normalmente, consume menos recursos que compilarlo, 
por lo que los desarrolladores con Java pasarán más tiempo desarrollando y menos 
esperando por el ordenador. No obstante, el compilador actual del JDK es bastante 
lento. Por ahora, que todavía no hay compiladores específicos de Java para las diversas 
plataformas, Java es más lento que otros lenguajes de programación, como C++, ya que 
debe ser interpretado y no ejecutado como sucede en cualquier programa tradicional.  
Se dice que Java es de 10 a 30 veces más lento que C, y que tampoco existen en Java 
proyectos de gran envergadura como en otros lenguajes. La verdad es que ya hay 
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comparaciones ventajosas entre Java y el resto de los lenguajes de programación, y una 
ingente cantidad de folletos electrónicos que supuran fanatismo en favor y en contra de 
los distintos lenguajes contendientes con Java. Lo que se suele dejar de lado en todo 
esto, es que primero habría que decidir hasta que punto Java, un lenguaje en pleno 
desarrollo y todavía sin definición definitiva, está maduro como lenguaje de 
programación para ser comparado con otros; como por ejemplo con Smalltalk, que 
lleva más de 20 años en cancha.  
La verdad es que Java para conseguir ser un lenguaje independiente del sistema 
operativo y del procesador que incorpore la máquina utilizada, es tanto interpretado 
como compilado. Y esto no es ningún contrasentido, me explico, el código fuente 
escrito con cualquier editor se compila generando el byte-code. Este código intermedio 
es de muy bajo nivel, pero sin alcanzar las instrucciones máquinas propias de cada 
plataforma y no tiene nada que ver con el p-code de Visual Basic. El byte-code 
corresponde al 80% de las instrucciones de la aplicación. Ese mismo código es el que se 
puede ejecutar sobre cualquier plataforma. Para ello hace falta el run-time, que sí es 
completamente dependiente de la máquina y del sistema operativo, que interpreta 
dinámicamente el byte-code y añade el 20% de instrucciones que faltaban para su 
ejecución. Con este sistema es fácil crear aplicaciones multiplataforma, pero para 
ejecutarlas es necesario que exista el run-time correspondiente al sistema operativo 
utilizado.  
• MULTITHREADED:  
Al ser multithreaded, Java permite muchas actividades simultáneas en un programa. 
Los threads (a veces llamados, procesos ligeros), son básicamente pequeños procesos o 
piezas independientes de un gran proceso. Al estar los threads construidos en el 
lenguaje, son más fáciles de usar y más robustos que sus homólogos en C o C++.  
El beneficio de ser miltithreaded consiste en un mejor rendimiento interactivo y mejor 
comportamiento en tiempo real. Aunque el comportamiento en tiempo real está 
limitado a las capacidades del sistema operativo subyacente (Unix, Windows, etc.), aún 
supera a los entornos de flujo único de programa (single-threaded) tanto en facilidad 
de desarrollo como en rendimiento.  
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Cualquiera que haya utilizado la tecnología de navegación concurrente, sabe lo 
frustrante que puede ser esperar por una gran imagen que se está trayendo. En Java, 
las imágenes se pueden ir trayendo en un thread independiente, permitiendo que el 
usuario pueda acceder a la información en la página sin tener que esperar por el 
navegador.  
• DINÁMICO:  
Java se beneficia todo lo posible de la tecnología orientada a objetos. Java no intenta 
conectar todos los módulos que comprenden una aplicación hasta el tiempo de 
ejecución. Las librerías nuevas o actualizadas no paralizarán las aplicaciones actuales 
(siempre que mantengan el API anterior).  
 
 
Java también simplifica el uso de protocolos nuevos o actualizados. Si su sistema 
ejecuta una aplicación Java sobre la red y encuentra una pieza de la aplicación que no 
sabe manejar, tal como se ha explicado en párrafos anteriores, Java es capaz de traer 
automáticamente cualquiera de esas piezas que el sistema necesita para funcionar.  
Fig 8. Diferencia entre Navegador Convencional y Navegador con Java 
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Java, para evitar que los módulos de byte-codes o los objetos o nuevas clases, haya que 
estar trayéndolos de la red cada vez que se necesiten, implementa las opciones de 
persistencia, para que no se eliminen cuando de limpie la caché de la máquina.  
3.3 Ruby & Java 
 
 
 
 
Fig 9. Ejecución de una aplicación Java sobre la Red 
Fig 10. Libros de Java y Libros de Ruby on Rails 
 My pet  
  Página | 36   
3.3.1 Similitudes 
 
· La memoria es manejada por garbage collector (limpiador de basura) 
· Los métodos son públicos, privados y protegidos. 
· La documentación generada por rdoc es muy similar a la utilizada por javadoc. 
 
3.3.2 Diferencias 
 
A diferencia de Java, en Ruby: 
 
· No se necesita compilar el código.  
· Hay diferentes tipos de GUI. Ruby puedes usar WxRuby, FXRuby, Ruby-GNOME2. 
· Se usa la palabra end después de definir las clases, en vez de utilizar llaves en bloques 
de código. 
· Se usa require en vez de import. 
· Todas las variables son privadas. 
· Los paréntesis en las llamadas a métodos, normalmente son opcionales y otras 
omitidos. 
· Todo es un objeto. 
· No hay ninguna comprobación de tipo estática. 
· Los nombres de las variables son sólo etiquetas, no hace falta que se les asocie ningún 
tipo. 
· No hay ningún tipo de declaraciones, sólo asigna los nombres de las nuevas variables 
cuando lo necesita y ellas solas se crean. 
· A la hora de crear un objeto hay pequeñas diferencias: 
· Es foo = Foo.new(“hi”) en vez de Foo foo= new foo(“hi”) 
· El constructor siempre se llama “initialize”, en vez de cómo el nombre de la clase. 
· Es nil en vez de nulo. 
· == y equal() tienen un significado diferente en Ruby. Se usa == cuando se quiere 
comprobar la equivalencia en Ruby (en Java equals()). Se utiliza equal?() cuando 
quieres saber si dos objetos son los mismos (en Java ==) 
 
 My pet  
  Página | 37   
3.4 Ruby & PHP 
 
3.4.1 Similitudes 
 
· Ruby es dinámico, como PHP, por lo tanto no necesitas preocuparte por la 
declaración de variables. 
· Hay clases, y podemos controlar el acceso como en PHP 5 (públicos, privados y 
protegidos) 
· Las variables se inicializan con $, igual que en PHP 5. 
· Se utiliza eval en los dos lenguajes. 
· Ruby tiene excepciones, igual que PHP 5. 
· Tienen una amplia librería estándar. 
 
3.4.2 Diferencias 
 
A diferencia de PHP, en Ruby: 
 
· Necesitas llamar to_s, to_i, etc, para convertir los strings o enteros, en vez de confiar 
en el lenguaje para hacerlo. 
· En vez de abs(-1) se utiliza -1.abs. 
· Los paréntesis son opcionales cuando llamas a los métodos, excepto cuando se 
clarifica que parámetros van al método que llaman. 
· Las variables son referencias. 
· No hay clases abstractas. 
· Los hash y los arrays no son intercambiables. 
 
4. Integración 
 
4.1 Ajax 
 
AJAX no es un lenguaje exactamente su nombre viene dado por el acrónimo de 
Asynchronous JavaScript And XML y es posiblemente la mayor novedad en cuanto a 
programación Web en estos últimos años. 
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El corazón de Ajax es el objeto XMLHttpRequest que nos permite realizar una 
conexión al servidor y al enviarle una petición y recibir la respuesta que procesaremos 
en nuestro código Javascript, estamos hablando del verdadero motor de Ajax, por 
ejemplo gracias a este objeto podemos desde una página HTML leer datos de una web 
o enviar datos de un formulario sin necesidad de recargar la página. 
Puedes programar numerosas nuevas aplicaciones enfocadas desde una visión distinta 
como es el caso de este paginador AJAX, si esto no te convence a leer este artículo 
prueba a ver 10 razones para usar AJAX. 
1. Basado en los estándares abiertos. 
2. Usabilidad. 
3. Válido en cualquier plataforma y navegador. 
4. Beneficia las aplicaciones Web. 
5. No es difícil su utilización. 
6. Compatible con Flash. 
7. Adoptado por los "gordos" de la tecnología Web. 
8. Web 2.0. 
9. Es independiente del tipo de tecnología de servidor que se utilice. 
10. Mejora la estética de la Web. 
 
4.1.1 Ajax on Rails 
 
Para implementar RoR con Ajax es bastante simple, ya que RoR tiene un modelo que 
implementa las operaciones de Ajax. 
 
Una vez el buscador muestra la página inicia, las diferentes acciones del usuario 
provoca que se abra una nueva página (tradicional) o accionar un trigger en Ajax: 
 
· Una acción trigger ocurre. Esto se puede provocar porque el usuario ha clicado en 
botón o link,  
· Los datos se asocian al trigger, estos se envían asincrónicamente en el servidor vía 
XMLHttpRequest. 
· El servidor recoje la acción basada en los datos, y devuelve un fragmento HTML 
como respuesta. 
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· El cliente Javascript (creado automáticamente por Rails) recibe el HTML y lo utiliza 
para actualizar una parte especificada de las páginas HTML, a menudo el contenido de 
una etiqueta. 
 
Rails tiene varios métodos de ayuda para implementar Ajax en nuestras plantillas. Un 
método sencillo es link_to_remote() y javascript_include_tag() es un método que utiliza 
las librerías de Javascript.  
Otras características de Ajax en Rails son las siguientes: 
 
· RoR utiliza una libreria javascript, Prototype. 
· Su autor es Sam Stephenson. 
· La abstracción con respecto al navegador que ejecuta el código es completa. 
· RoR abstrae mucha funcionalidad de Prototype, por lo que pocas veces necesitaremos 
conocer Javascript. 
· Script.aculo.us es un conjunto de objetos Javascript para escribir efectos visuales. 
· Thomas Fuchs es el artífice de este proyecto. 
· Está basado en Prototype y gracias a eso, aprovecha toda la potencia de AJAX. 
· Algunos efectos están disponibles directamente desde Ruby on Rails, sin necesidad 
de escribir código Javascript. 
 
5. Rails 2.0 
 
5.1 Recursos 
 
El primer cambio que encontramos con las versions anteriores a Rails es a la hora de 
crear los recursos.  
 
./script/generate scaffold Post title:string body:text 
 
En Rails 2.0 se genera con RESTful. La única diferencia es que ‘scaffold’ se comporta 
como el ‘scaffold_resource’ que teníamos antes y el antiguo ‘non_RESTful scaffold’ se 
ha eliminado. Tampoco se utiliza la clase ActionController, este dinámicamente 
rellenaba los controladores vacíos con acciones. Por lo tanto, todo ‘scaffold’ que 
hacemos ahora es RESTful. 
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Esto creará las típicas clases:  
 · Controladores. 
 · Helpers. 
 · Modelos. 
 · Migraciones. 
 · Test de unidad. 
 · Test de funcionalidad. 
 
La principal diferencia está en la Migración. 
 
# db/migrate/001_create_posts.rb 
class CreatePosts < ActiveRecord::Migration 
  def self.up 
    create_table :posts do |t| 
      t.string :title 
      t.text :body 
 
      t.timestamps 
    end 
  end 
 
  def self.down 
    drop_table :posts 
  end 
end 
 
A esto se denomina ‘Migración Sexy’, primero proporcionado por ‘Err the Blog’ como 
plugin y posteriormente fue incorporado al núcleo.  
 
Un ejemplo de una migración con Rails 1.2. 
 
class CreatePosts < ActiveRecord::Migration 
  def self.up 
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    create_table :posts do |t| 
      t.column :title, :string 
      t.column :body, :text 
      t.column :created_at, :datetime 
      t.column :updated_at, :datetime 
    end 
  end 
 
  def self.down 
    drop_table :posts 
  end 
end 
 
Se deshace de la repetición de ‘t.column’ y ahora usa la forma ‘t.tipo_columna’ y la 
columna automática datetime está determinada en un simple ‘t.timestamps’. Esta 
forma de crear las columnas de la tabla, hace que el código quede más ‘sexy’. 
 
Otra diferencia, es a la hora de deshacer una migración. Con Rails 1.2 se hacía de la 
siguiente manera. 
 · rake db:migrate VERSION=xxx 
 
Ahora simplemente es: 
 · rake db:rollback 
 
Mucho más bonito y elegante.  
 
5.2 Rutas anidadas 
 
Para ver las diferencias entre Rails 1.2 y Rails 2.0, la mejor manera es poniendo un 
ejemplo. 
 
Creamos un recurso Comentario para el Post: 
 
./script/generate scaffold Comment post:references body:text 
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rake db:migrate 
 
Lo mismo de antes, el recurso ‘scaffold’, configura los nombres de las columnas y el 
tipo en la línea de comando, y el archivo de migración se ejecuta inmediatamente. Otro 
pequeño cambio es la palabra ‘references’.  
 
Comparemos lo mismo pero con código antiguo. 
 
./script/generate scaffold Comment post_id:integer body:text 
 
El archive con la nueva migración es el siguiente: 
def self.up 
  create_table :comments do |t| 
    t.references :post 
    t.text :body 
 
    t.timestamps 
  end 
end 
 
La palabra referente añade una columna nombre_id, más una correspondencia 
tipo_columna si la opción: polymorphic es suministrada. 
 
Una vez ejecutado db:migrate se crea la tabla en la base de datos. Luego configuramos 
el modelo ActiveRecord para que se relacionen entre sí. 
 
# app/models/post.rb 
class Post < ActiveRecord::Base 
  has_many :comments 
end 
 
# app/models/comment.rb 
class Comment < ActiveRecord::Base 
  belongs_to :post 
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end 
 
En Rails 2.0, podemos indicarle que queremos unas URLs como las siguientes: 
 
http://localhost:3000/posts/1/comments 
http://localhost:3000/posts/1/comments/new 
http://localhost:3000/posts/1/comments/3 
 
El recurso scaffold sólo genera URLs del tipo: 
 
http://localhost:3000/posts/1 
http://localhost:3000/comments/new 
http://localhost:3000/comments/3 
 
Esto es debido a que en el archivo config/routes.rb tenemos lo siguiente: 
 
# config/routes.rb 
ActionController::Routing::Routes.draw do |map| 
  map.resources :comments 
 
  map.root :controller => 'posts' 
  map.resources :posts 
end 
 
En los modelos, podemos crear una Ruta Anidada. 
 
# config/routes.rb 
ActionController::Routing::Routes.draw do |map| 
  map.root :controller => 'posts' 
  map.resources :posts, :has_many => :comments 
end 
 
De esta manera podemos crear URLs anidadas como las que se han mostrado 
anteriormente. 
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Hemos de entender que cuando nosotros escribimos la URL.: 
 
http://localhost:3000/posts/1/comments 
 
Rails lo interpreta de la siguiente manera: 
 · Carga el controlador Comments. 
 · Carga el parámetro [:post_id] = 1 
 · Y finalmente, llama a la acción index. 
 
Ahora tendríamos que hacer que el Controlador Comment sea anidado. Para esto 
hemos de cambiar lo siguiente: 
 
class CommentsController < ApplicationController 
  before_filter :load_post 
  ... 
  def load_post 
    @post = Post.find(params[:post_id]) 
  end 
end 
 
Esto hace que el @post se utilice en todas las acciones dentro del controlador Comment.  
 
Podemos comparar dos archivos entre Rails 2.0 y Rails 1.2. 
 
En Rails 2.0:    
 
# edit.html.erb and new.html.erb 
form_for(@comment) do |f| 
  ... 
End 
 
Y en Rails 1.2:  
 
# new.rhtml 
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form_for(:comment, :url => comments_url) do |f| 
  ... 
End 
 
# edit.rhtml 
form_for(:comment, :url => comment_url(@comment),  
  :html => { :method => :put }) do |f| 
  ... 
end 
 
Hemos de fijarnos en que utilizamos la misma declaración tanto en edit como en el 
new. Esto es debido a que Rails puede deducir que hacer, basado en el nombre de la 
clase del modelo de instancia @comment. 
 
5.3 HTTP Basic Authentication 
 
Rails 2.0 tiene un nuevo módulo para trabajar con with HTTP Basic Authentication, 
que resulta un gran modo de hacer la autenticación API sobre SSL. Es muy fácil de 
usar. Por ejemplo: 
 
class PostsController < ApplicationController 
    USER_NAME, PASSWORD = "dhh", "secret"  
 
    before_filter :authenticate, :except => [ :index ] 
 
    def index 
      render :text => "Everyone can see me!"  
    end 
 
    def edit 
      render :text => "I'm only accessible if you know the password"  
    end 
 
    private 
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      def authenticate 
        authenticate_or_request_with_http_basic do |user_name, password|  
          user_name == USER_NAME && password == PASSWORD 
        end 
      end 
  end 
 
Se ha hecho mucho más fácil para estructurar su Javascript y hojas de estilo en 
unidades lógicas sin que se destructure el http en miles de archivos. Usando 
javascript_include_tag(:all, :cache => true) hacemos que public/javascripts/.js se 
convierte en un archivo public/javascripts/all.js en producción, guardando los 
archivos separados en el desarrollo, para poder trabajar interativamente sin la 
necesidad de borrar la caché. 
 
5.4 Query Cache 
 
La idea es simple: mientras estas procesando una petición, puedes realizar la misma 
consulta SQL más de una vez. A veces tenemos condiciones más complejas y no resulta 
tan obvio en como trabaja la caché. A continuación explicaremos con más detalle que 
hace, en estos casos, la Query Cache. 
 
#app/controllers/posts_controller.rb 
class PostsController < ApplicationController 
  def index 
    @posts = Post.find(:all) 
    @posts2 = Post.find(:all) 
  ... 
  end 
  ... 
end 
 
Cuando hacemos referencia a http://localhost:3000/posts y miramos 
log/development.log, esto es lo que veremos:  
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Parameters: {"action"=>"index", "controller"=>"posts"} 
Post Load (0.000357)   SELECT * FROM `posts`  
CACHE (0.000000)   SELECT * FROM `posts`  
 
Lo primero que realiza a la base de datos es una sentencia, pero lo segundo, al ser 
idéntico, no vuelve a lanzarlo, si no que consigue los resultados de la caché interna. 
 
 
 
 
Como podemos observar en la figura anterior los pasos son los siguientes: 
1. Se hace una consulta en la Base de Datos, como podemos comprobar 
la caché se crea en ese momento y esta vacía, mientras que la base de 
datos busca el registro y lo almacena en la caché. 
2. Mientras dura la petición, la consulta se crea en la base de datos, y si 
se hace la misma consulta, se devuelve inmediatamente el resultado. 
3.  La caché se limpia una vez se haya hecho un update. 
Fig 11. Esquema como funciona la Query Cache 
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5.5 Comandos adicionales para la base de datos 
 
Uno de los comandos más útiles que proporciona Rails es rake db:migrate. Con Rails 2, 
sin embargo, tiene otros comandos adicionales que dan soporte a la base de datos, 
como por ejemplo create y drop. 
 
o DB:CREATE 
 
El comando rake db:create crea la base de datos específica en 
config/databases.yml para RAILS_ENV. Aplicar rake db:create en un entorno 
que no sea de desarrollo es fácil si se especifica en la línea de comando 
RAILS_ENV. 
    
· rake db:create RAILS_ENV=test 
 
Este comando no se sobrescribe si ya existe en la base de datos. 
 
o DB:CREATE ALL 
 
También existe un modo rápido para crear toda la base de datos en el 
archivo databases.yml, sólo es necesario poner rake db:create:all. Esto altera a 
la definición de la base de datos y la crea para cada definición, si esta en 
local. Eso es, solamente si el valor del host esta en blanco o es localhost, 
entonces la base de datos podrá ser creada. Con esto por lo menos te 
aseguras que no se hace ninguna catástrofe en ninguna base de datos 
remota. 
 
o DB:DROP and DB:DROP:ALL 
  
Los comandos rake db:drop y rake db:drop:all trabajan sobre todo en como 
borrar la base de datos para RAILS_ENV y borrar toda la base de datos 
local, respectivamente. 
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o DB:RESET 
 
El comando rake db:reset es un camino rápido para resetear la base de datos. 
Esto borra la borra, la crea y hace la migración. Esto asegura más claridad y 
para asegurarse que las migraciones se ejecutarán en un nuevo entorno. 
Este comando sólo se ejecuta  en bases de datos que exista RAILS_ENV y 
coge la misma VERSIÓN como db:migrate que le puedes especificar la 
versión que quieres que sea migrada. 
   
  · rake db:reset RAILS_ENV=test VERSION=23 
 
o DB:ROLLBACK 
 
Retroceder una version es bastante común ocurre cuando se hace un gran 
desarrollo y es cuando normalmente se retrocede una versión. Para poder 
realizar esto, podemos utilizar el comando rollback con un argumento 
opcional STEP que sirve para especificar cuantas versiones quieres 
retroceder (por defecto retrocede una) 
 
· rake db:rollback STEP=2 
 
o DB:VERSION 
  
Con esta instrucción sabremos en que versión nos encontramos, y no hará 
falta ver el archivo schema_info. 
 
  · rake db:version 
    Current version: 53 
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5.6 Eliminación de la paginación 
 
El plugin de paginación se ha eliminado ya que resultaba lento. Ahora podemos usar el 
plugin will_paginate que usa una sintaxis diferente que resulta mejor que el anterior 
plugin. 
 
Para utilizarlo, sólo se ha de poner en el controlador la llamada al método paginate: 
 
 · @articles = Post.paginate(:page=>params[:page]) 
 
También podemos filtrar dinámicamente con condiciones.  
 
Por ejemplo para que sólo pagine los libros donde el autor sea ‘Jim’, utilizaríamos la 
siguiente sintaxis. 
 
· @author = Author.find_by_name 'jim' 
· @articles = Post.paginate_by_author_id(@author.id, :page => params[:page]) 
 
En la vista, llamamos al helper: 
 
 · <%= will_paginate @articles %> 
 
5.7 Plugin acts_as 
  
Algunos de los plugins acts_as son los siguientes: 
 
• acts_as_versioned: Almacena una copia de archivos de la base de datos cuando 
estos son editados. 
• acts_as_paranoid: Ningún archivo es eliminado permanentemente. 
• acts_as_state_machine: Ejecuta métodos de rellamada cuando el estado cambia. 
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5.8 Conclusiones 
 
Rails 2.0 tiene buenas mejoras, y la mayoría de ellas no hace falta que se vuelva a 
aprender como funcionan. 
 
La mayoría de las mejoras se centran en ActionPack, el paquete que incluye a 
ActionController (incluyendo el sistema de rutas) y ActionView (los templates). El 
ruteo basado en REST se consolida y algunas cosas se reestructuran. ActiveResource, el 
equivalente a ActiveRecord para trabajar con API’s REST, es ahora parte del 
framework mientras que cosas como la paginación y los adaptadores de bases de datos 
comerciales salen y se transforman en gemas o plugins opcionales. 
 
Los cambios son varios, pero brillan ahí donde dan énfasis a la filosofía de Rails de 
“Convención sobre Configuración”, en un intento continuo por detectar patrones de 
uso por parte de los desarrolladores que pueden abstraerse en macros o métodos que 
hagan a esas tareas comunes lo más intuitivas posible. Un buen ejemplo es el nuevo 
manejo de excepciones en los controladores. Hasta ahora quedaba en manos del 
desarrollador qué hacer con excepciones como ActiveRecord::RecordNotFound, desde 
interceptarlas en cada acción hasta capturarlas en un sólo punto con 
rescue_action_in_public. Ahora, ActionController provee una macro para definir 
métodos de controlador para hacerse cargo de cada excepción. 
 
Otra novedad es la macro para habilitar autentificación HTTP en los controladores. 
Esto facilita las cosas considerablemente para implementar API’s REST protegidas. 
 
El conjunto de mejoras aumenta el rendimiento y velocidad del framework, 
especialmente en el sistema de rutas y templates que hacían de ActionPack el 
componente más lento del conjunto. 
 
Por ahora, para  pasar las aplicaciones existentes a 2.0 el equipo de Rails recomienda 
que primero instales la versión 1.2.3. 
 
Las nuevas características que incorpora caen dentro de la "evolución", más que dentro 
de la "revolución”. 
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5.9 Actualizar versión de Rails 
 
Para poder utilizar Rails 2.0 se ha de hacer lo siguiente: 
 
 · gem install rails -y --source http://gems.rubyonrails.org 
 
6. Implementaciones de Ruby 
 
Una de las críticas más habituales que se hace a Ruby es el pobre rendimiento del 
intérprete Ruby frente a otros lenguajes rivales. Las cifras indican que por lo general 
para un mismo algoritmo el intérprete de Ruby ofrece un menor rendimiento que 
Python, PHP, Perl, etc.  
 
La respuesta comunmente aceptada para esta penalización de rendimiento suele ser 
que Matz es un gran diseñador de lenguajes pero su labor como implementador no es 
tan brillante. El intérprete de Ruby escrito por Matz, conocido como MRI (de Matz 
Reference Implementation, o Implementación de Referencia de Matz) adolece de no pocos 
problemas. 
 
Hace tiempo que se ha asumido el problema de rendimiento en la MRI y han surgido 
no pocos proyectos para corregir esta deficiencia. A diferencia de esfuerzos recientes 
como Perl 6, el lenguaje Ruby no dispone de una especificación funcional. Por tanto, la 
única fuente fiable de documentación sobre los entresijos del lenguaje Ruby es el 
estudio del código fuente en C del intérprete escrito por Matz.  
 
6.1 JRuby 
 
6.1.1 ¿Qué es JRuby? 
 
JRuby es una implementación Java 100% pura del lenguaje de programación Ruby. 
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6.1.2 Características 
 
· Intérprete Ruby compatible con 1.8.5 escrito 100% en Java. 
· Incluidas la mayoría de las clases built-in de Ruby. 
· Soporte para la interacción con clases Java y la definición de las mismas dentro de 
Ruby. 
· Distribuido bajo un combinado trilicencia (CPL/GPL/LGPL). 
· Integración sencilla con código Java. 
· Ruby puede llamar a Java, Java puede llamar a Ruby. 
· Escalabilidad con la JVM. 
· Threading nativo. 
· Compilación a bytecode Java (y jruby -c, o jrubyc) 
· Uso de los activos enterprise Java. 
· Librerías Java, Herramientas... 
 
6.1.3 Diferencias entre JRuby y Ruby 
 
Normalmente, conocemos al interprete de Ruby tradicional como cRuby. 
· Ruby = Intérprete + Lenguaje + (App) 
· JRuby = Intérprete + Java Class Libraries 
 
6.2 YARV 
 
YARV de Sasada Koichi, la reimplementación de Ruby usando su propia máquina 
virtual y un compilador a código de bytes. El trabajo de Sasada Koichi, basado en un 
enfoque más moderno que la implementación de Matz, es tan brillante que la versión 
oficial 1.9.1 de Ruby estará basada en YARV. Aquí hay una serie de gráficos que 
muestran las mejoras de rendimiento de YARV frente a la MRI. Como puede verse, 
aún hay algún trabajo por hacer pero cabe destacar que, por lo general, una aplicación 
Rails verá mejoras de rendimiento del 15% sólo por usar YARV. 
 
Como se ha visto, YARV divide el problema de la implementación del lenguaje en dos 
etapas: un compilador de código de bytes y una máquina virtual que ejecuta dicho 
bytecode. Surge de manera natural la pregunta de si no sería posible usar alguna 
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máquina virtual ya existente y generar bytecode compatible con ella. Y, hablando de 
máquinas virtuales, la de Java está más que probada. 
 
6.3 Rubinius 
 
El enfoque de esta iniciativa consiste en escribir la mayor parte del lenguaje en Ruby y 
dejar que la máquina virtual -escrita en C- ejecute el menor subconjunto posible de 
funcionalidad. En concreto, Rubinius pone el énfasis en el recolector de memoria y la 
implementación de forks y threads. A destacar que Rubinius parece surgir del mundo 
Rails (Evan Phoenix trabaja en Engine Yard, proveedores de alojamiento avanzado 
Rails) por tanto buena parte de las mejoras que promete en el intérprete atacan a los 
problemas de rendimiento que más pueden aquejar a nuestras aplicaciones Rails. 
 
6.4 Ruby .NET 
 
Ruby.NET: Se trata de un proyecto de código abierto impulsado por Wayne Kelly y 
John Cough de la Queensland University of Technology (en Australia) y parcialmente 
financiado por Microsoft. Sin embargo, según los propios autores, la tarea de soportar 
RoR aún no está lista para su lanzamiento público.  
 
IronRuby es la segunda implementación de Ruby sobre .NET más interesante quizá 
porque surge de un desarrollador de Microsoft, John Lam. Lam se ha basado en el 
Dynamic Language Runtime , originalmente pensado para Python y LISP. Parece ser 
que el desarrollo de IronRuby ha sido lo suficientemente complejo como para justificar 
cambios en el propio DLR oficial de Microsoft para acomodar a Ruby.  
 
Si bien los esfuerzos en .NET como vemos parecen estar más verdes que sus 
equivalentes en Java, conviene tener en cuenta -sobre todo si desarrollamos sobre 
Windows- a estos dos proyectos.  
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7. Última actualización de RoR 
 
7.1 Ruby on Rails 2.1 
 
Las principales novedades son las siguientes: 
 
• Gem dependencies: Los plugins de Rails son muy útiles porque, al estar 
incluidos en la aplicación, pueden ofrecen funcionalidades extra sin 
dependencias externas. Sin embargo, no sucede lo mismo con las gemas, en las 
que hasta hace poco, no había manera builtin de definir estas dependencias 
externas mediante programación. Todo esto cambiará con la nueva versión. 
• Dirty tracking con actualizaciones parciales: Saber si tus objetos de Active 
Record han sido modificados o no es ahora mucho más sencillo. 
• has_finder toma la forma de named_scope. El popular plugin has_finder 
tomará la forma de named_scope en Rails 2.1. 
• Soporte de zona horaria incorporado. Ya no será necesario forzar la zona 
horaria con hasta dos plugins. 
• Mejor infraestructura de cacheo. A partir de ahora, podrás especificar tu motor 
de cacheo preferido en el fichero de configuración. 
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8. Análisis 
 
8.1 Herramientas y lenguajes utilizados  
 
· Instant Rails: es un paquete completo que incluye lo imprescindible: Ruby, Rails, 
Apache y MySQL.  
 
 
 
 
· MySql Query Browser: es una herramienta gráfica proporcionada por MySQL AB 
para crear, ejecutar y optimizar consultas en un ambiente gráfico, donde el MYSQL 
Administrator esta diseñado para administrar el servidor MYSQL. Esta diseñado para 
ayudarle a consultar y analizar datos almacenados en su base de datos MYSQL. 
 
· Ruby: es un lenguaje de programación reflexivo y orientado a objetos. 
 
Fig 12. Instant Rails 
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· Ruby on Rails: es un framework de aplicaciones web de código abierto escrito en el 
lenguaje de programación Ruby. Siguiendo el paradigma de la arquitectura Modelo 
Vista Controlador (MVC). El lenguaje de programación Ruby permite la 
metaprogramación, de la cual Rails hace uso, lo que resulta en una sintaxis que muchos 
de sus usuarios encuentran muy legible.   
 
· E-texteditor: E-TextEditor se une al grupo de programas que, con la excusa de 
librarnos de la ubicuidad del antiestético y poco funcional Bloc de Notas, consigue 
superarlo. 
Sin embargo, este editor de texto va más allá del simple reemplazo al bloc de notas de 
Windows. Ya no solo porque incluye funciones avanzadas como las pestañas o la 
búsqueda incremental, sino por sus posibilidades a la hora de compartir documentos o 
su inclusión de comandos de distintos lenguajes de programación. 
Tiene la capacidad para visualizar un historial de los cambios realizados en un texto. 
Es un "clon" de TextMate para Win, que aprobecha el milagro de cygwin, el cual crea 
un entorno unix dentro de win, para imitar a TextMate y hacerlo compatible con sus 
bundles, themes y demas (los cuales son muchos, ya que textmate tiene una gran 
comunidad de programadores). 
 
 
 
Fig 13. E-texteditor 
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· Dropbox: servicio de almacenamiento on-line existentes y lo hace con una ventaja 
clara sobre otras soluciones: la integración con el escritorio. 
Esta aplicación funciona tanto con Windows como con Mac y se integra con Explorer y 
con Finder para ofrecer una carpeta de almacenamiento que se sincroniza 
automáticamente con nuestro espacio de almacenamiento en la red, por lo que no 
necesitaremos utilizar ningún interfaz web para subir ficheros, lo que no quita que 
también disponga de uno. 
Además de mantener la sincronización guarda versiones antiguas de los ficheros y 
copias de los que hayamos eliminado, por lo que podremos recuperarlos en caso de 
borrado accidental o de modificaciones incorrectas. Los ficheros pueden compartirse a 
través de una dirección URL. 
De momento no está disponible en abierto, sino que solo podemos apuntarnos para 
recibir una invitación a la beta, pero tiene pinta de ser uno de los mejores servicios de 
almacenamiento on-line. 
 
· PhotoShop CS2: Es una aplicación en forma de taller de pintura y fotografía que 
trabaja sobre un "lienzo" y que está destinado para la edición, retoque fotográfico y 
pintura a base de imágenes bitmap, jpeg, gif, etc, elaborada por la compañía de 
software Adobe Systems inicialmente para computadores Apple pero posteriormente 
también para plataformas PC con sistema operativo Windows. 
 
· Freehand MX: Es una aplicación que se utiliza para el diseño creativo, los guiones 
gráficos, la producción de documentos y la edición con un conjunto de herramientas de 
diseño creativo sin parangón. Cambie la finalidad de sus diseños fácilmente para la 
impresión, Internet o Adobe Flash. 
 
· Microsoft Visio 2003: es un conjunto de software de dibujo vectorial para Microsoft 
Windows. Las herramientas que lo componen permiten realizar diagramas de oficinas, 
diagrama de base de datos, diagrama de flujo de programas, UML, y más, que 
permiten iniciar al usuario en los lenguajes de programación.  
 
· Microsoft Project 2003: es un programa de la suite de Microsoft Office, usado para la 
gestión de proyectos. Este software de administración de proyectos, diseñado, 
desarrollado y comercializado por Microsoft, sirve para asistir a administradores y 
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directores de proyectos informáticos en el desarrollo de planes, asignación de recursos 
a tareas, dar seguimiento al progreso del proyecto, administrar presupuestos y analizar 
cargas de trabajo.  
 
· Microsoft Word 2003: es el procesador de texto de la suite de Microsoft Office 2003. 
 
8.2 Fases del Proyecto 
 
1. Estudio de la propuesta de proyecto de final de carrera: después de comentar con el 
tutor la propuesta que tenía para hacer una red social para perros, al principio, nos 
surgieron algunas dudas ya que opinábamos que era una simple página y era un 
proyecto corto para dos personas. Pero una vez aclarados algunos puntos, pensamos 
que sería un buen proyecto ya que aprenderíamos un nuevo lenguaje (Ruby on Rails), 
trato con un cliente real, utilizar Ajax y JavaScript para integrarlo con RoR, en 
definitiva crear una aplicación Web 2.0. Esta fase duró 5 días. 
 
2. Familiarización con el lenguaje y el entorno de programación: Aprender un nuevo 
lenguaje siempre es difícil y más si te basas en manuales o artículos que vas 
encontrando por Internet. Al principio hacíamos ejemplos sencillos de los diferentes 
manuales que teníamos y fuimos complicándolos cada vez más. Esta fase duró 90 días. 
 
3. Análisis y especificación inicial: se realiza el primer modelo conceptual del 
proyecto. Esta fase dura 42 días. 
 
4. Diseño del modelo de componentes y diagramas de casos de uso: durante esta fase 
se diseñaron los componentes que se convertirían en las clases del proyecto y a la vez 
se realizaron los modelos de casos de uso. Esta fase tuvo una duración de 51 días. 
 
5. Esbozo del diseño de la página Web: esta fase consistió en hablar con el diseñador y 
establecer unos patrones de cómo sería la página principal y los perfiles y a partir de 
ahí nosotros buscar la mejor solución para seguir esas pautas. Esta fase duró 5 días. 
 
 My pet  
  Página | 60   
6. Implementación del diseño: una vez el diseñador tuvo las hojas de estilo 
terminadas, nosotros tuvimos que aplicarlas para la aplicación y crearlas para los otros 
apartados de la aplicación. Esta fase duró 35 días. 
 
7. Diseño de la base de datos: Se diseño como estaría organizada la base de datos, con 
los atributos que tendría cada tabla y como estarían enlazadas entre sí. Esta fase duró 
28 días. 
 
8. Programación: Es la fase en la que se implementó todo lo diseñado anteriormente. 
Esta fase duró 96 días. 
 
9. Pruebas y tests: durante esta fase, se comprobó el funcionamiento de la aplicación, 
examinando si se cumplían las expectativas de rendimiento y usabilidad. Esta fase 
duró 16 días. 
 
10. Realización de la memoria y documentación: esta fase, la cual ha transcurrido en 
paralelo con el desarrollo del proyecto, se fundamentó en la redacción del documento 
de la memoria del proyecto, a medida que iba avanzando la aplicación. Esta fase duró 
260 días. 
 
El siguiente diagrama de Gantt muestra el desarrollo de las diferentes fases del 
proyecto, así como de la dependencia que había entre alguna de ellas: 
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8.3 Estudio económico 
 
Este apartado pretende ser una aproximación al costo real que ha tenido este proyecto, 
tanto en horas de trabajo como en unidades de monetarias. 
 
• Software: auque la mayoría de software utilizado en este proyecto es gratuito, 
parte del software necesita de una licencia y por lo tanto tiene un valor: 
 
Producto Precio Coste Total 
Instant Rails Gratuito 0 € 
MySQL Query Browser Gratuito 0 € 
Ruby on Rails Gratuito 0 € 
E-texteditor 22,2 € 44,4 € 
Fig 14. Diagrama de Gantt 
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Paquete Office 2003 230,67 € 461,34 € 
Hosting 45,4 € 45,4 €  
Dominio 30 € 60 €  
Dropbox Gratuito 0 € 
Freehand MX 449 € 449 € 
PhotoShop CS2 313,60 € 313,60 € 
 Total: 1373,74 € 
 
• Horas de trabajo: según cada fase del proyecto, esta tiene un costo diferente y 
una duración determinada: 
 
Fase Duración Precio Coste Total 
Pruebas iniciales y 
familiarización con 
el lenguaje 
85 horas 20 €/ hora persona 3400 €  
Análisis y 
especificación 
20 horas 20 €/ hora persona 800 € 
Diseño 40 horas 20 €/ hora persona 1600 € 
Diseño gráfico 20 horas 35 €/ hora 700 € 
Implementación 150 horas 20 € / hora persona 6000 € 
Prueba y tests 12 horas 20 € / hora persona 480 € 
Total   12980 € 
 
• Coste total del proyecto: el coste total del proyecto es la suma de los costos de 
software más los costos de las horas de trabajo:  
 
Apartado Coste 
Coste Software 1373,74 € 
Coste horas de trabajo 12980 € 
Coste total del proyecto 14353,74 € 
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9. Diseño 
 
9.1 Modelo Conceptual 
 
El siguiente modelo conceptual es una primera aproximación a lo que debería ser el 
diagrama de componentes y posteriormente el diagrama de clases de la aplicación. En 
el diseño y en la implementación pueden aparecer o desaparecer algunos conceptos, 
según se requiera.  
 
 
 
 Fig 15. Modelo Conceptual 
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9.2 Modelo Relacional 
 
 
Fig 16. Modelo Relacional 
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9.2.1 Definición de las tablas 
 
Antes de definir las tablas, hay que aclarar que en RoR cuando crea una tabla, 
automáticamente crea un id para esa tabla, por eso en la definición que mostramos a 
continuación no se encuentra este atributo y cada tabla de la base de datos corresponde 
a un modelo.  
 
ActiveRecord maneja la tabla de la BBDD  del mismo nombre, permitiendo el fácil 
acoplamiento de plugins gracias a esta convención. 
 
En algunos casos, los más significativos, hemos añadido el modelo, de esta manera se 
podrá entender mejor que realiza cada acción. 
  
• Comments: Tabla encargada de almacenar los comentarios creados por los 
usuarios comentando los posts de la aplicación. 
 
 
 
• Date_blogs: Tabla que almacena los blogs que se crean en cada mes. De esta 
manera a la hora de visualizar los blogs en la aplicación, en la parte derecha 
podremos ver cuantos blogs se han creado en cada mes. 
 
 
 
• Friends: Esta tabla almacenará el id del perfil de un usuario y el id del usuario 
al que quiere ser amigo, la columna accepted, podrá ser 0, no son amigos, y el 
valor 1, son amigos. 
create_table "date_blogs", :force => true do |t| 
    t.string   "monthyear" 
    t.integer  "profile_id" 
    t.datetime "created_at" 
    t.datetime "updated_at" 
end 
create_table "comments", :force => true do |t| 
    t.string  "body" 
    t.integer "post_id" 
end
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• Globalize_Countries: Al utilizar el plugin globalize, este crea esta tabla para 
poder gestionar el idioma de los países que se utilicen en la aplicación. 
 
 
 
 
• Globalize_Languages: Esta tabla almacenará los lenguajes que se pueden 
traducir en la Web. 
 
 
create_table "globalize_languages", :force => true do |t| 
    t.string  "iso_639_1",             :limit => 2 
    t.string  "iso_639_2",             :limit => 3 
    t.string  "iso_639_3",             :limit => 3 
    t.string  "rfc_3066" 
    t.string  "english_name" 
    t.string  "english_name_locale" 
    t.string  "english_name_modifier" 
    t.string  "native_name" 
    t.string  "native_name_locale" 
    t.string  "native_name_modifier" 
    t.boolean "macro_language" 
    t.string  "direction" 
    t.string  "pluralization" 
    t.string  "scope",                 :limit => 1 
  end 
create_table "globalize_countries", :force => true do |t| 
    t.string "code",                   :limit => 2 
    t.string "english_name" 
    t.string "date_format" 
    t.string "currency_format" 
    t.string "currency_code",          :limit => 3 
    t.string "thousands_sep",          :limit => 2 
    t.string "decimal_sep",            :limit => 2 
    t.string "currency_decimal_sep",   :limit => 2 
    t.string "number_grouping_scheme" 
 end 
create_table "friends", :force => true do |t| 
    t.integer "profile_id" 
    t.integer "friend2" 
    t.integer "accepted",   :default => 0 
end 
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• Globalize_Translations: Tabla que almacenará los textos de la página para 
traducir. 
 
 
• Group_photos: Tabla que almacena las fotos de los grupos. 
 
 
 
• Groups: Tabla que almacenará el nombre de los grupos, cuando y por quién ha 
sido creado, y si el grupo será publico o privado. 
 
 
create_table "group_photos", :force => true do |t| 
    t.string   "comment" 
    t.string   "content_type" 
    t.integer  "group_id" 
    t.integer  "parent_id" 
    t.string   "filename" 
    t.string   "thumbnail" 
    t.integer  "size" 
    t.integer  "width" 
    t.integer  "height" 
    t.integer  "mainpic" 
    t.datetime "created_at" 
    t.datetime "updated_at" 
end 
create_table "groups", :force => true do |t| 
    t.string   "name" 
    t.text “description” 
    t.datetime "created_at" 
    t.integer  "created_by" 
    t.string   "open",       :default => "public" 
end 
  create_table "globalize_translations", :force => true do |t| 
    t.string  "type" 
    t.string  "tr_key" 
    t.string  "table_name" 
    t.integer "item_id" 
    t.string  "facet" 
    t.boolean "built_in",            :default => true 
    t.integer "language_id" 
    t.integer "pluralization_index" 
    t.text    "text" 
    t.string  "namespace" 
  end 
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• Groups_profiles: Tabla que se encargará de enlazar la tabla de Profiles y la 
tabla de Groups, o sea guardará la información de los usuarios que están en 
diferentes grupos. 
 
 
 
• Infotexts: Esta tabla almacena los textos más largos para traducir. Se ha 
utilizado el plugin globalize para indicarle que campos ha de traducir mediante 
la llama “translates”. 
 
 
 
 
El modelo que mostramos a continuación pertenece a la tabla Infotexts, cuando 
indicamos “validates_presence_of” comprueba que los campos title, body y 
permalink estén rellenados y con “translates” indicamos que los campos body y 
title se traduzcan con el plugin globalize. 
 
 
 
• Messages: Tabla que almacenará los mensajes que se envían los usuarios entre 
ellos.  
 
class Infotext < ActiveRecord::Base 
 validates_presence_of :title, :body, :permalink 
 translates :body, :title 
end 
create_table "infotexts", :force => true do |t| 
    t.string "title" 
    t.string "body" 
    t.string "permalink" 
end  
  create_table "groups_profiles", :id => false, :force => true do |t| 
    t.integer "profile_id" 
    t.integer "group_id" 
  end 
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• Pictures: Tabla encargada de almacenar las fotos que suban los usuarios. 
 
 
 
• Posts: En esta tabla se almacenará los posts que creen los usuarios en su perfil. 
  
 
 
El modelo es el siguiente: 
 
create_table "posts", :force => true do |t| 
    t.string "title" 
    t.string “lang” 
    t.string "created_at" 
    t.string "body" 
    t.string "date_blog_id" 
end 
create_table "pictures", :force => true do |t| 
    t.string   "comment" 
    t.string   "content_type" 
    t.integer  "profile_id" 
    t.integer  "parent_id" 
    t.string   "filename" 
    t.string   "thumbnail" 
    t.integer  "size" 
    t.integer  "width" 
    t.integer  "height" 
    t.integer  "user_id" 
    t.integer  "position",     :default => 1 
    t.integer  "to_slideshow", :default => 0 
    t.integer  "mainpic",      :default => 0 
    t.datetime "created_at" 
end 
  create_table "messages", :force => true do |t| 
    t.text     "text" 
    t.string   "status",     :default => "0" 
    t.integer  "profile_id" 
    t.integer  "sender" 
    t.datetime "created_at" 
    t.datetime "updated_at" 
    t.string   "subject" 
  end 
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En este modelo lo más interesante de explicar es el plugin “acts_as_taggable” ya 
que los otros métodos se definirán en el modelo Profile. 
 
Declaramos el modelo Post como acts_as_taggable. Este plugin de rails nos crea 
las tablas tags y taggings y nos da los métodos necesarios para poder 
manejarlos. 
 
• Profiles: Tabla que almacenará la información del perro, y otros atributos como 
el usuario para acceder a la aplicación y el usuario de youtube, si dispone de él, 
para mostrar los videos en la aplicación. 
 
 
 
El modelo que se ha definido es el siguiente: 
 
class Post < ActiveRecord::Base 
 belongs_to :date_blog 
 validates_presence_of :title 
 has_many :comments 
 acts_as_taggable 
end 
create_table "profiles", :force => true do |t| 
    t.string   "name",             :default => "", :null => false 
     t.text “description”,      :default => "", :null => false 
    t.string   "sex" 
    t.string   "breed",            :default => "", :null => false 
    t.string   "hobbies",          :default => "", :null => false 
    t.string   "diseases" 
    t.integer  "user_id" 
    t.string   "youtube_username" 
    t.text     "location" 
    t.string   "lon" 
    t.string   "lat" 
    t.datetime "created_at" 
    t.datetime "updated_at" 
end 
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Cuando definimos “acts_as_ferret” indicamos en que campos ha de realizar la 
búsqueda. O sea, cuando un usuario realiza una búsqueda en la aplicación, los 
campos definidos en “acts_as_ferret” serán en los que realice dicha búsqueda. 
 
El método “has_many” le estamos indicando que los perfiles tienen amigos, crea 
una relación entre las dos tablas y en el caso que se borre una fila, también se 
borrará en la otra tabla la fila correspondiente. 
 
El método “has_many_belongs_to_many” enlaza dos tablas mediante una tercera. 
Si nos fijamos en el modelo relacional, observaremos que entre el enlace de la 
tabla “Profiles” y la tabla “Groups” hay una tercera que es “Groups_Profile” que 
es la encargada de enlazar a las otras dos.  
 
El método “belongs_to” crea una relación “paternal” con la tabla definida, en 
este caso la tabla “user”. 
 
El método “validates_presence_of” ya se ha definido anteriormente. 
 
Por último los métodos “befote_create” y “befote_save” indicamos que acción ha 
de ejecutar antes de crear el objeto y guardar respectivamente. 
 
class Profile < ActiveRecord::Base 
acts_as_ferret :fields => [:name,:sex, :breed, :hobbies,                                  
:diseases],:store_class_name => true 
has_many :friends, :dependent => :destroy 
has_many :messages, :dependent => :destroy 
 has_many :pictures, :dependent => :destroy, :order => "position" 
 has_many :videos, :dependent => :destroy 
 has_many :date_blogs, :dependent=> :destroy 
 has_and_belongs_to_many :groups 
 has_many :comments, :dependent => :nullify 
 belongs_to :user, :dependent => :destroy 
 validates_presence_of :name, :breed, :hobbies 
 before_create :get_location 
 before_save :get_location 
end 
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• Project_development_nodes: Tabla encargada de almacenar toda la 
información referente con el treemaps. 
 
 
 
• Replies: Una vez creado el grupo y los temas, habrán respuestas de los usuarios 
a un tema expuesto, esto es lo que almacenará esta tabla. 
 
 
 
• Sessions: Esta tabla almacenará los datos de la sesión del usuario. 
 
 
 
• Stories: Esta tabla almacenará las diferentes historias que creen los usuarios de 
sus mascotas. 
 
create_table "stories", :force => true do |t| 
    t.string   "title" 
    t.text     "description" 
    t.string   "created_by" 
    t.datetime "created_at" 
    t.datetime "updated_at" 
end 
create_table "sessions", :force => true do |t| 
    t.string   "session_id" 
    t.text     "data" 
    t.datetime "updated_at" 
end 
create_table "replies", :force => true do |t| 
    t.text     "comment" 
    t.string   "replied_by" 
    t.integer  "topic_id" 
    t.datetime "created_at" 
    t.datetime "updated_at" 
end 
create_table "project_development_nodes", :force => true do |t| 
    t.integer "parent_id" 
    t.integer "total" 
    t.string  "name" 
    t.integer "col" 
end 
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• Taggings: En la aplicación hay una nuve de tags, la columna tag_id, almacena 
el id de la palabra, para luego asociarse con la tabla tags y buscar a que palabra 
corresponde. La columna taggable_type almacena el modelo al que pertence el 
tag.  
 
 
 
• Tags: Esta tabla almacena la palabra que los usuarios quieren que se muestre en 
la nuve de la aplicación.  
 
 
 
• Topics: Tabla que almacenará los temas que se creen en los diferentes grupos 
que tenga la aplicación, en esta tabla se guardará, entre otros, el grupo al que 
pertenece el usuario cuando y quién ha creado el tema. 
 
 
 
• Users: Esta tabla almacenará la información del usuario, como su nombre de 
entrada a la aplicación y su password. El campo admin cuando tenga valor ‘1’ 
querrá decir que ese usuario es administrador de la aplicación. 
 
create_table "topics", :force => true do |t| 
    t.string   "subject" 
    t.text     "content" 
    t.string   "created_by" 
    t.integer  "group_id" 
    t.datetime "created_at" 
    t.datetime "updated_at" 
end 
create_table "tags", :force => true do |t| 
    t.string "name" 
end 
create_table "taggings", :force => true do |t| 
    t.integer  "tag_id" 
    t.string   "taggable_type" 
    t.datetime "created_at" 
end 
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• Videos: Algunos usuarios tendrán usuario de youtube, información que se 
almacena en la tabla de profiles, esta tabla guardará la información de los 
videos de youtube de ese usuario en concreto. 
 
 
 
Al inicio de este punto hemos comentado un modelo se corresponde con una tabla de 
la base de datos, pero esto no sucede siempre, ya que ocasionalmente no nos hace falta 
guardar información en la base de datos. 
 
En nuestro caso tenemos “PostalService” que gestiona el envío de mails, lo utilizamos 
para el apartado de “Contact”. El modelo es el siguiente: 
 
create_table "videos", :force => true do |t| 
    t.datetime "created_at" 
    t.datetime "updated_at" 
    t.string   "playlist" 
    t.integer  "profile_id", :default => 0 
    t.integer  "main",       :default => 0 
end 
create_table "users", :force => true do |t| 
    t.string   "name" 
    t.string   "hashed_password" 
    t.string   "salt" 
    t.datetime "created_at" 
    t.string   "human_name" 
    t.string   "human_last_name" 
    t.string   "sex" 
    t.string   "email" 
    t.integer “admin” 
end 
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Como podemos observar, en el modelo definimos algún atributo, en este caso el 
“subject” y el receptor, “recipients” y “bcc”, los otros campos cojerán el valor del 
formulario de contacto. 
 
9.3 Actores  
 
En esta aplicación sólo existen dos actores, uno el usuario, el cual es el actor de casi 
todos los casos de uso. Este se encargará de crear posts, grupos, subir fotos, formar 
parte de otros grupos, entre otras muchas opciones que permite la aplicación. 
 
Y el administrador, donde será el actor del caso de uso traducir aplicación.  
 
9.4 Modelo de casos de uso 
 
A continuación se detallan los casos de uso de la aplicación, que son: Crear perfil,  
editar perfil, crear grupo, crear historia, subir foto, buscar perfiles, crear comentario, 
editar fotos, enviar mensaje, enviar formulario contacto, hacer amigo y traducir 
aplicación. 
 
Caso de uso: Crear Perfil 
Actor: Usuario 
Propósito: El usuario quiere darse de alta en la aplicación. 
Resumen: El usuario introduce sus datos y los de su mascota para poder acceder a las 
zonas privadas de la aplicación. 
class PostalService < ActionMailer::Base 
  def contact(post, sent_at = Time.now) 
    @subject      = '1000pfoten :: Contact' 
    @body["post"] = post 
    @body["email"] = post[:email] 
    @recipients   = 'jim@kingsofmambo.com' 
    @bcc          = 'jim@kingsofmambo.com' 
    @from         = post['email'] 
    @sent_on      = sent_at 
    @headers      = {} 
  end 
end 
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Curso típico: 
1. El usuario accede a la página de creación de perfil. 
2. El sistema genera un formulario para el usuario. 
3. El usuario rellena el formulario, incluidos el Login y el Password para 
poder acceder su perfil.  
4. El sistema valida que todos los campos se hayan introducido correctamente. 
5. El sistema vuelve a generar otro formulario, con información referida al 
perro. 
6. El usuario rellena estos campos. 
7. El sistema valida que todos los campos se hayan introducido correctamente. 
8. El sistema muestra un campo para que el usuario pueda subir la foto para el 
perfil. 
9. El usuario suministra una foto, esta será la foto que se muestre en la 
pantalla principal, la cuál podrán observar todos los visitantes. 
10. El sistema valida que se suba una foto correcta. 
11. Se crea el nuevo perfil. 
Curso alternativo: 
4.1 Algún dato introducido es incorrecto. Se muestra al usuario un mensaje 
informativo para que vuelva a introducir el valor correcto en el campo. Se 
vuelve al paso 3. 
7.1 Algún dato introducido del perro es incorrecto. Se muestra al usuario un 
mensaje informativo para que vuelva a introducir el valor correcto en el campo. 
Se vuelve al paso 6. 
10.1 La foto subida es incorrecta. Se muestra un mensaje al usuario indicando 
que vuelva a subir otra foto. Se vuelve al paso 9. 
 
 
Caso de uso: Editar Perfil 
Actor: Usuario 
Propósito: El usuario quiere modificar su perfil. 
Resumen: El usuario desea modificar su perfil, ya tanto sea información de él o su 
mascota, o también cambiar alguna foto o video. 
Curso típico: 
1. El usuario accede a la opción de “Editar Perfil”. 
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2. El sistema genera una página con los datos del usuario. Eso quiere decir que 
carga todos los datos introducidos, los videos y las fotos. 
3. El usuario modifica los datos correspondientes, ya sea algún campo, foto o 
video. En esta parte el usuario podrá determinar que fotos o videos quieren 
que se muestre y cuales eliminarlos. 
4. El sistema actualiza los datos introducidos por el usuario. 
5. Se modifica el perfil. 
Curso alternativo: 
4.1 Algún dato introducido es incorrecto. Se muestra un mensaje de error        
indicando que ha fallado. Se vuelve al paso 3. 
 
 
Caso de uso: Crear grupo 
Actor: Usuario 
Propósito: Se crea un grupo, para que los usuarios expongan sus dudas y comentarios 
a otros usuarios. 
Resumen: Los usuarios crean grupos, para que mantener el contacto con otros usuarios 
y hacer consultas, contestar a otros usuarios, etc. 
Curso típico:  
1. El usuario decide crear un grupo. 
2. El sistema muestra por pantalla un pequeño formulario, donde se ha de 
insertar el nombre del grupo y si será público, todos los usuarios podrán 
insertar comentarios, o privado, sólo los usuarios de ese grupo podrán 
opinar. 
3. El usuario inserta el nombre del grupo y si será público o privado. 
4. El sistema crea el grupo. 
Curso alternativo: 
 4.1 El nombre del grupo introducido es incorrecto, el sistema muestra un 
mensaje de error, indicando que se modifique el nombre. Se vuelve al paso 3. 
 
 
 My pet  
  Página | 79   
Caso de uso: Crear historia 
Actor: Usuario 
Propósito: El usuario explicará las vivencias que ha tenido con su mascota. 
Resumen: El usuario podrá crear historias y están se guardarán en la base de datos.  
Curso típico:  
1. El usuario desea crear una historia. 
2. El sistema muestra una pantalla, dónde el usuario insertará el nombre de la 
historia y el contenido de esta. 
3. El usuario rellenará los campos que le ha mostrado el sistema. 
4. El sistema guardará la historia. 
5. El sistema crea la historia. 
Curso alternativo: 
4.1 Hay algún campo obligatorio que está en blanco, el sistema muestra un 
mensaje informativo, indicando que se rellenen los campos vacíos. Se vuelve al 
paso 3. 
 
 
Caso de uso: Subir foto 
Actor: Usuario 
Propósito: El usuario podrá subir todas las fotos que desee. 
Resumen: Un usuario podrá subir las fotos de su mascota para que los otros usuarios 
puedan verlas. 
Curso típico:  
1. El usuario desea subir fotos. 
2. El sistema muestra un campo Comentario, para comentar la foto, y un 
campo para poder subir la foto. 
3. El usuario sube la foto y si lo desea, comenta esa foto. 
4. El sistema guarda la foto y la muestra en el perfil del usuario. 
Curso alternativo:   
 4.1 La foto que se desea subir es demasiado grande o no es un archivo 
 incorrecto. El sistema muestra un mensaje de error. Se vuelve al paso 3. 
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Caso de uso: Buscar perfiles 
Actor: Usuario 
Propósito: Buscar perfiles que puedan interesar al usuario. 
Resumen: Un usuario puede realizar una búsqueda para encontrar perfiles que le 
interesen y de esta manera ponerse en contacto con ellos. 
Curso típico:  
1. El usuario desea realizar una búsqueda. 
2. El sistema muestra un campo para poder realizarla. 
3. El usuario inserta en el campo el parámetro que desea buscar. 
4. El sistema realiza la búsqueda y muestra al usuario los perfiles que 
coinciden con los datos introducidos por el usuario. 
5. El usuario mira todos los perfiles y accede a los que le interese. 
6. El sistema carga el perfil al que el usuario desea acceder. 
Curso alternativo: 
4.1 El sistema no ha encontrado ningún perfil que coincida con los parámetros 
que ha introducido el usuario. El usuario tendrá que realizar otra búsqueda. Se 
vuelve al paso 3. 
6.1 Al cargar el perfil, se produce un error en el sistema. Se vuelve al paso 5. 
 
 
Caso de uso: Crear Comentario 
Actor: Usuario 
Propósito: Crear un comentario ya sea en el blog o los foros. 
Resumen: Un usuario puede realizar un comentario en los blogs de otros usuarios o en 
los foros que desee. 
Curso típico:  
1. El usuario desea realizar un comentario en algún blog o foro. 
2. El sistema muestra un campo texto, para que el usuario escriba en el. 
3. El usuario inserta el contenido y lo envía. 
4. El sistema almacena esa información y la muestra por pantalla. 
Curso alternativo: 
2.1 Al intentar mostrar el campo texto para escribir, hay un fallo en el sistema. 
Se vuelve al paso 1. 
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4.1 En el proceso de almacenaje de la información se produce un error en el 
sistema, se muestra un mensaje de error y el usuario tendrá que volver a 
insertar su comentario. Se vuelve al paso 3. 
 
 
Caso de uso: Editar fotos. 
Actor: Usuario 
Propósito: El usuario organizará sus fotos. 
Resumen: El usuario examinará sus fotos y las organizará. Podrá borrar, subir, cambiar 
foto del perfil, cambiar el estado (podrá escoger si quiere que se muestre la foto o no se 
muestre) 
Curso típico:  
1. El usuario pide al sistema que le muestre todas las fotos de su perfil. 
2. El sistema carga las fotos y las muestra por pantalla. 
3. El usuario las examina y realiza una de las siguientes acciones:  
a. Borrar foto: El usuario borra aquellas fotos que desea. 
b. Subir foto: El usuario tiene nuevas fotos de su mascota y desea 
subirlas. 
c. Cambiar foto perfil: Se escoge otra foto para el perfil, se marca la foto 
elegida.  
d. Cambiar estado: El usuario aunque tenga fotos subidas podrá 
escoger su estado para que se muestre o no. (Si la bombilla esta 
encendida se mostrará la foto, si no lo está no se mostrará) 
4. El sistema realizará la acción que haya elegido el usuario.  
a. Borrar foto: El sistema borrará aquellas fotos que el usuario haya 
escogido. 
b. Subir foto: Almacenará las fotos que se han subido, para luego 
mostrarlas por pantalla. 
c. Cambiar foto perfil: Modificará la foto por la escogida del usuario, 
mostrándola en la página del perfil. 
d. Cambiar estado: En la página del perfil, el sistema sólo mostrará 
aquellas fotos que haya escogido el usuario y tengan la bombilla 
encendida. 
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Curso alternativo: 
2.1 Al cargar las fotos se produce un error en el sistema. Se vuelve al paso 1. 
4.1 Al intentar actualizar alguno de los pasos anteriores se produce un error en 
el sistema. Se vuelve al paso 3. 
 
 
Caso de uso: Enviar mensaje 
Actor: Usuario 
Propósito: Los usuarios, invitados o registrados, envían mensajes a usuarios 
registrados. 
Resumen: Los usuarios envían mensajes a otros usuarios. Estos  entrarán en la página 
del perfil de un usuario registrado y podrá dejarle un mensaje.  
Curso típico:  
1. Un usuario accede al perfil de otro usuario. 
2. El sistema carga el perfil del usuario seleccionado. 
3. El usuario desea dejarle un mensaje, en este caso pueden producirse dos 
casos: 
a. Invitado: Al no estar registrado, para dejar el mensaje a otro 
usuario ha de rellenar los campos siguientes: 
i. Subject: El asunto del mensaje. 
ii. Name: El nombre de la persona que envía el mensaje. 
iii. Email: Su email, para que el otro usuario pueda ponerse 
en contacto con él. 
iv. Message: Escribe el mensaje que desea transmitirle. 
b. Usuario registrado: En este caso los campos que ha de rellenar 
son los siguientes: 
i. Subject. 
ii. Message. 
4. El sistema comprueba que los campos no estén vacíos y en el caso del 
invitado que el email introducido sea el correcto. 
5. El sistema envía el mensaje. 
Curso alternativo: 
2.1 Al intentar cargar el perfil se produce un error en el sistema. Se vuelve al 
paso 1. 
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4.1 El sistema comprueba todos los campos, si algún campo esta vacío o el 
email es incorrecto. Se muestra un mensaje de error indicando los campos 
incorrectos. Se vuelve al paso 3. 
5.1 Al intentar enviar el mensaje, se produce un error. Se vuelve al paso 5. 
 
 
Caso de uso: Enviar formulario contacto 
Actor: Usuario 
Propósito: Un usuario, sea invitado o este registrado, desea enviar una opinión al 
administrador. 
Resumen: Un usuario desea enviar una opinión, como por ejemplo, algún tipo de 
mejora sobre el funcionamiento de la página, preguntas, etc.  
Curso típico: 
1. El usuario accede al formulario de contacto. 
2. El sistema muestra el formulario por pantalla. 
3. El usuario rellena los campos siguientes: 
a. Name: Nombre del usuario. 
b. Email. 
c. Message: El mensaje que desea realizar, ya sea un opinión, una 
mejora, preguntas, etc. 
4. El sistema comprueba que todos los campos se hayan rellenado 
correctamente. 
5. El sistema envía el formulario al administrador. 
Curso alternativo: 
2.1 Al intentar mostrar el formulario, se produce un error en el sistema. Se 
vuelve al paso 1. 
4.1 El sistema comprueba que todos los campos sean correctos, si alguno 
está vacío o el email es incorrecto se muestra un mensaje de error indicando 
los campos incorrectos. Se vuelve al paso 3. 
5.1 Se produce un error en el sistema al enviar el formulario. Se vuelve al 
paso 5. 
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Caso de uso: Hacer amigo 
Actor: Usuario 
Propósito: Un usuario registrado desea hacerse amigo de otro usuario. 
Resumen: Un usuario registrado desea hacerse amigo de otro, enviando una petición 
friend_request y el receptor aceptará o declinará la petición. 
Curso típico: 
1. El usuario realiza una petición al sistema para que envíe un 
friend_request. 
2. El sistema envía la petición. 
3. El receptor recibe la petición y la acepta o la declina. 
4. El sistema realiza la acción enviada por el usuario. 
a. Si ha sido aceptada, el sistema almacena la información en la 
base de datos. 
b. Si ha sido rechazada, el sistema no almacena ningún tipo de 
información. 
Curso alternativo: 
2.1 Se produce un error al enviar la petición del usuario en el sistema. Se 
vuelve al paso 1. 
4.1 Se produce un error a la hora de almacenar la información en la base de 
datos. Se vuelve al paso 3. 
 
 
Caso de uso: Traducir aplicación 
Actor: Administrador 
Propósito: El administrador traducirá el texto “estático” de la aplicación. 
Resumen: El administrador traducirá el texto “estático” de la aplicación para que este 
en diferentes idiomas y los usuarios puedan escoger el idioma que deseen. 
Curso típico: 
1. El administrador solicita al sistema que le muestre el texto para traducir. 
2. El sistema muestra el texto solicitado por el administrador. 
3. El administrador traduce el texto y solicita al sistema que almacene la 
información. 
4. El sistema almacena la información en la base de datos. 
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Curso alternativo: 
 2.1 Se produce un error a la hora de mostrar la información. Se vuelve al 
paso 1. 
 4.1 Se produce un error a la hora de almacenar la información. Se vuelve al 
paso 3. 
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10. Implementación 
 
En este apartado primero vamos a realizar un resumen del código más relevante de 
nuestra aplicación y a continuación explicaremos en que consiste nuestra aplicación, 
dividiremos cada apartado de la Web, explicaremos en que consiste y mostraremos la 
parte de código más importante para realizar ese punto. 
 
10.1 Resumen del código 
 
10.1.1 Plugins de Rails utilizados 
 
• acts_as_list : Utilizado para aquellos modelos en los que hemos querido dar 
una posición a cada objeto. Estos son : Question (Para ordenar las FAQ) y 
Picture (ordenar las fotos) 
• acts_as_taggable: Utilizado para asociar tags a los posts del blog. 
• acts_as_tree: Utilizado para tratar como árbol las diferentes razas. 
• acts_as_treemap: Utilizado para representar gráficamente las estadísticas de 
razas. 
 
En un principio plantemos la posibilidad de generarlo dinámicamente pero 
surgieron varios problemas: los distintos nombres que puede tener una misma 
raza (en distintos idiomas por ejemplo), la diferente forma que pueda tener la gente 
de escribir lo mismo (y la imposibilidad de elaborar una lista desplegable) y por 
último la mezcla de razas.   
La conclusión fue que debíamos preparar algo un poco más rudimentario. Los 
datos del treemap los elaboramos desde la base de datos. Se escoge como nodo 
“razas” y de ese nodo vamos colgando cada raza con sus datos. La representación 
en forma de árbol es ideal en esta caso ya que puede haber familias de razas (un 
ejemplo seria ”terrier” del que existen entre otros: Yorkshire terrier, Manchester 
terrier etc.) 
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Este plugin nos genera la vista marcando el tamaño y color de las razas según el 
número de perros que hay de cada una.  Para ver ésta representación clicaremos en 
el botón “Statistics” desde cualquier parte de la Web. 
 
• annotate_models: Plugin que muestra los campos de cada modelo en el archive 
de éste. 
 
 
Fig 18. Plugins clase Profile 
Fig 17. Ejemplo treemaps 
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• attachment_fu: Utilizado para subir las fotos. 
• fckeditor: Editor  de texto enriquecido usado para crear los saludos y textos 
informativos en la administración. 
 
 
 
• globalize : Utilizado para hacer que la Web esté disponible en varios idiomas 
• in_place_editing: Utilizado para las traducciones de texto estático. 
 
 
 
• validator: Usado para validar el formulario de contacto ya que este no está 
asociado a ningún modelo 
• will_paginate: Utilizado para todas las paginaciones de la Web. 
Fig 19. Ejemplo fkeditor 
Fig 20. Ejemplo in_place_editing 
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• simple_captcha: Simple y robusto plugin que genera un código de seguridad 
(captchas) y controla que el usuario lo escriba. 
 
 
 
 
10.1.2 Estructura del código 
 
A continuación detallaremos brevemente como hemos estructurado el código por 
módulos para obtener una aplicación fácilmente ampliable, editable y reutilizable. 
 
10.1.2.1 Views 
 
Tenemos tres tipos de vistas: layout, vista de acción y partial. 
 
1. Layouts: 
 
Los layouts son los más generales, se crean a partir de una plantilla html y se adaptan 
para poder mostrar tanto vistas de acción como partials.  
 
Sólo tenemos dos layouts, uno para la Web (hp.rhtml) y uno para la administración 
(admin.rhtml). 
 
Veamos, como ejemplo, el más importante “hp.rhtml”: 
Fig 21. Ejemplo plugin simple_captcha 
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<!DOCTYPE html PUBLIC "-//W3C//DTD XHTML 1.0 Transitional//EN" 
"http://www.w3.org/TR/xhtml1/DTD/xhtml1-transitional.dtd"> 
<html xmlns="http://www.w3.org/1999/xhtml"> 
<head> 
<meta http-equiv="Content-Type" content="text/html; charset=utf-8" /> 
<title>1000pfoten</title> 
<%= stylesheet_link_tag "1000pfoten"%> 
<%= stylesheet_link_tag 'lightbox' %>  
<%= javascript_include_tag :defaults %> 
<%= javascript_include_tag 'lightbox' %> 
<%= render :partial => "shared/gmap"  %> 
 </head> 
 
<body<%= ' onload="load()" onunload="GUnload()"' if load_gmap? %>> 
 
<div id="wrap"> 
 <div id="header"> 
    <%= render :partial=>'shared/search'%> 
<div id="logo"> 
          <img src="/images/logotipo1000pfoten.png" /> 
          </div> 
           <div id="flags"> 
      <%= render :partial=>'shared/flags'%> 
           </div> 
 
           
<ul id="nav"> 
     <%= render :partial=>'shared/navigation'%> 
              <%= render :partial=>'/shared/bottom_buttons'%> 
 
          </ul> 
     </div> 
 
 <div id="content"> 
   <%= yield :banner%> 
             
<div id="sidebar"> 
           <%= yield :sidebar%> 
             </div> 
          <div id="content-area"> 
             <%= yield :layout %>     
  </div> 
     
</div> 
 
</div>     
 
<div id="footer">Copyright &copy; 2008 <%= "All rights reserved".t %>.</div> 
</body> 
</html> 
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Vemos como las partes comunes de toda la página están marcadas aquí directamente o 
mediante renderizaciones de pequeños templates llamados partials.  
 
Las partes no comunes, en cambio, se muestran en los trozos marcados como yield. Por 
defecto todo el contenido se muestra en la parte del layout marcada como 
“yield:layout”. 
 
Para mostrar contenido en yield :banner ,por ejemplo, debemos especificarlo mediante 
la llamada  “content_for :banner”. 
 
2. Vistas de acción: 
 
Son las vistas que por defecto (si no hay un redireccionamiento) muestra cualquier 
acción de un controlador. Tienen el mismo nombre que la acción y  pueden renderizar 
partials en su interior.  
 
Recogen las variables creadas en la acción y en los helpers a los que llame.  
 
Pueden contener todo tipo de código Ruby entre <% %> aunque se intenta dejar esos 
métodos en helpers para obtener un código más limpio. 
 
 
 
 
Fig 22. Vistas de acción 
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Aquí vemos la vista de la acción “list”. En dicha acción recuperamos todos los grupos 
creados por orden de creación. Aquí en la vista los mostramos pero primero los 
agrupamos en grupos de 5 para mostrarlos en forma de tabla con el método 
“in_groups_of”. Además al final llamamos al helper “will_paginate @groups” para 
obtener la paginación necesaria. 
 
3. Partials: 
 
Los partials son pequeños trozos de código que sacamos de las vistas de acción para 
poder reutilizarlos en otras vistas.  
 
Para los más comunes creamos una carpeta llamada “shared”. En ella pusimos partials 
como “_gmap”, “_navigation” que son totalmente independientes del controlador o la 
acción en que se muestran. 
 
Los demás se encuentran en las mismas carpetas que las vistas de acción que los 
muestran 
 
Fig 23. Localización de los partials 
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En la imagen podemos ver como el partial “_alerts” se encuentra dentro de la carpeta 
dogprofile ya que sólo se muestra dentro de la acción “show”. Es interesante colocar 
ese código en un partial por si en un futuro cambio queremos mostrar las alertas de 
mensajes en otra vista dentro de dogprofile. 
 
En cambio el partial “_flags” se muestra siempre, en toda la Web, por eso es interesante 
no meterlo dentro de ninguna carpeta de controlador y evitarnos repetir el mismo 
código un montón de veces. 
 
10.1.2.2  Models 
 
Como hemos visto anteriormente manejan todos los aspectos de la base de datos de la 
aplicación: relaciones entre tablas, validaciones e incluso métodos de búsqueda son 
implementados también aquí como veremos en algún ejemplo cuando veamos las 
distintas páginas de la Web. 
 
 
10.1.2.3 Controllers 
 
Application.rb: Contiene métodos utilizados en cualquier controlador como: 
 
- set_locale : establece idioma de la página. 
- session_profile : devuelve el perfil que está logueado. 
 
Blog_controller.rb: Se encarga de todo lo relacionado con los blogs personales (posts, 
comentarios, orden por mes y año etc.) 
Dogprofile_controller.rb: Se encarga de varias cosas relacionadas con los perfiles 
(información del perfil, amigos, alertas etc.) 
Groups_controller.rb: Se encarga de todo lo relacionado con los grupos. 
Messages_controller.rb: Se encarga de todo lo relacionado con los mensajes entre 
perfiles. 
Project_development_map_controller.rb: Se encarga de lo relacionado con el treemap. 
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Public_controller.rb: Se encarga de mostrar todas las vistas públicas (home, contact, 
faq, etc) 
Search_controller.rb: Se encarga de las búsquedas. 
Stories_controller.rb: Se encarga de todo lo relacionado con las historias. 
Upload_controller.rb: Se encarga de todo lo relacionado con las fotos. 
User_controller.rb: Se encarga de todo lo relacionado con los usuarios de la parte 
pública. 
Videos_controller.rb: Se encarga de todo lo relacionado con los videos. 
 
Y dentro del modulo admin: 
 
Admin/admin_controller.rb: Se encarga de permitir el acceso o no a la administración. 
Admin/infotexts_controller.rb: Administra los textos ingormativos de la web( añadir, 
borrar, editar y traducir) 
Admin/page_stories_controller.rb: Da la posibilidad de tener cierto control sobre las 
historias que la gente escriba en la Web (censura y control ante posibles ataques) 
Admin/profiles_controller.rb: Lo mismo que el anterior pero para posibles usuarios 
malintencionados. 
Admin/questions_controller.rb: Administración de las FAQ (crear, editar, borrar, 
odernar y traducir) 
Admin/translate_controller.rb: Traducción de la Web. 
Admin/users_controller: Administra los usuarios que tienen acceso a la 
administración. 
 
10.1.2.4  Helpers 
 
A parte de los helpers que proporcionan las diversas gemas y plugins de Rails hemos 
creado algunos propios para evitar repetición de código (DRY). 
 
Cuando se crea un modelo, Rails crea un helper asociado a éste modelo, sin embargo 
nosotros hemos utilizado únicamente application_helper.rb que permite recuperar el 
método desde cualquier vista de la aplicación. 
 
Los métodos creados son los siguientes: 
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# Methods added to this helper will be available to all templates in the application. 
module ApplicationHelper 
include TagsHelper 
 
#método que determina si se ha de cargar el google map o no 
def load_gmap? 
    if controller.controller_name == 'public' and controller.action_name == 'home'  
      true 
  elsif controller.controller_name == 'search' and controller.action_name == 
'search_results' 
   true 
    end 
end 
#recuperamos el perfil loggeado si lo hay. 
def session_profile 
 if User.find_by_id(session[:user_id]) 
  @user = User.find(session[:user_id])  
  @my_profile = @user.profile 
  return @my_profile 
 end 
end 
 
#mostramos el botón con el nombre indicado o submit.png por defecto 
def button(positive = "")  
    @icon   = positive[:icon] || 'submit.png'  
    @action = positive[:action]  
    @id     = positive[:id]  
    render :partial => "layouts/button" 
end   
 
#comprobamos si el perfil que se muestra por pantalla es el del usuario loggeado 
def is_mine?(profile) 
 session_profile 
  if @my_profile and profile.is_my_profile?(@my_profile) 
   true 
  else 
   false 
  end  
end 
 
 My pet  
  Página | 96   
 
 
 
 
#comprobamos si el perfil que se muestra por pantalla es amigo del usuario loggeado 
def is_my_friend(profile) 
 session_profile 
 if @my_profile and profile.is_my_friend?(@my_profile) 
 true 
 else 
 false 
 end  
end 
 
#mostramos el editor de texto fckeditor con el tamaño indicado y la barra de botones 'Basic' 
def fckeditor(object, method, width = "500px", height = "380px") 
      fckeditor_textarea(object, method, :toolbarSet => 'Basic', :width => width, 
:height => height)     
end 
   
#recuperamos la foto pública del perfil indicado 
def mainphoto(profile) 
@public_photo = Picture.find(:first, :conditions=>['profile_id = ? AND mainpic 
= 1', profile.id]) 
End 
#recuperamos el nombre del usuario que deja el comentario o si es un invitado mostramos 
'guest' 
def comment_owner(comment) 
 unless comment.profile_id.nil? 
@profile = Profile.find(comment.profile_id) 
  return @profile.name 
 else 
  return 'guest' 
 end 
end 
 
#devuelve una lista que contiene los amigos de los miembros de un grupo determinado que 
no son miembros de ese grupo. 
def get_friends_to_invite_to_group (group) 
 @to_invite = [] 
 for profile in group.profiles 
 @friends = Friend.find_all_by_profile_id_and_accepted(profile.id, 1) 
  for friend in @friends 
@friend= Profile.find(friend.friend2) 
   if group.has_as_member(@friend).nil? 
    @to_invite << friend 
   end 
  end 
 end 
end 
end 
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10.2 Parte común  
Empezaremos con la parte común de la aplicación, cuando decimos parte común, nos 
referimos a aquella parte que se repite en todas las páginas, para mejorar la usabilidad 
y funcionabilidad de la aplicación. 
 
Los apartados comunes son los siguientes: 
• Logo 
• Menú 
• Búsqueda 
• Idioma 
 
Apartado técnico 
 
Para que esta parte común se vea en toda la aplicación, se ha realizado de la siguiente 
manera: 
 
 
 
De ésta manera indicamos que los subdominios www.1000pfoten.com y 
www.1000pfoten.com/en (donde ‘en’ es el idioma seleccionado y corresponde al 
parámetro: locale) deben redirigir al usuario a la vista ‘home’ del controlador  ‘public’. 
 
10.2.2 Logo 
 
Logo de la página Web. Se escogió este porque el cliente quería algo sencillo y con algo 
que lo caracterizara con la idea principal de la aplicación, el perro.  
 
 
 
 
#en config/routes.rb 
 
  map.connect ':locale', :controller=>'public', :action=>'home' 
  map.connect ‘’, :controller=>'public', :action=>'home' 
Fig 24. Logo aplicación 
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10.2.3 Menú 
 
El menú se encuentra en la parte superior de la página, esto hará que el usuario pueda 
navegar con facilidad y total comodidad. 
 
Este menú incrementa la usabilidad de la página y hace que el usuario no se pueda 
perder navegando por la página. 
 
 
 
 
También encontramos los siguientes iconos: 
 
 ? Permite realizar logout. Una vez accedamos con nuestro usuario, este icono 
aparecerá en el menú y de esta manera podremos cerrar nuestra sesión en cualquier 
momento. 
 
 ? Este icono nos permitirá volver a nuestro perfil cuando lo deseemos.  
 
10.2.4 Búsqueda 
 
 
 
 
Por otra parte tenemos un buscador de perfiles, podemos buscar por enfermedades, 
nombre, razas, sexo, etc. sin tener que indicarlo.  
 
Una vez realizada la búsqueda, la aplicación nos mostrará los resultados encontrados, 
con el mapa de Google Maps, con su localización 
 
Fig 25. Menú de la  aplicación 
Fig 26. Búsqueda 
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Apartado técnico 
 
Para realizar la búsqueda se necesita el plugin acts_as_ferret y la gema ferret e 
implementarlo de la siguiente manera: 
 
 
#en el modelo a buscar 
 
class Profile < ActiveRecord::Base 
acts_as_ferret :fields => [:name, :sex, :breed, :hobbies, :diseases], 
:store_class_name => true  
end 
 
#en el controlador que recibe la query 
 
def search 
if !params[:query].nil? 
    @query = params[:query].downcase 
    session[:query] = @query 
else 
    @query = session[:query] 
end 
  @profiles = Profile.find_with_ferret @query, :page => 
params[:page], :per_page => 15 
end 
 
Fig 27. Resultado de la búsqueda 
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De esta manera conseguimos resolver el problema de paginar los resultados de una 
búsqueda con Ferret, ya que la paginación tradicional no sirve en Rails 2.0 y Ferret no 
soportaba el plugin will_paginate. Modificamos el método find_with_ferret del plugin 
acts_as_ferret para que aceptara los parámetros de la paginación. 
 
 
10.2.5 Idioma 
 
La aplicación se podrá visualizar en diferentes idiomas, como inglés, alemán,  catalán y 
español. Sólo tendremos que clicar sobre la bandera que representa al idioma 
seleccionado. 
    
 
El idioma que sea el seleccionado, la bandera estará como aparece en la imagen 
anterior, y los otros idiomas estarán inactivos, como mostramos en la figura siguiente: 
 
 
 
Otro tema relacionado con el lenguaje es que en la página principal, la aplicación sólo 
te muestra los posts y los tags en el idioma que tienes definida la página. Por ejemplo si 
yo creo posts en inglés, en la Home, me saldrá en la lista de los posts recientes, pero si 
cambio el idioma a español, ese post desaparecerá. 
 
Por ejemplo, si tenemos definida la página en inglés, en la página principal se muestra 
los siguientes tags y posts. 
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Fig 28. Posts y tags con la página en inglés  
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Si cambiamos a español, observamos que los tags y los posts cambian. 
 
 
 
 
Apartado técnico 
 
La traducción se ha realizado gracias al uso de globalize. Éste plugin de rails nos 
permite tener el sitio Web en todos los idiomas deseados de una forma muy sencilla. 
Creamos las 3 tablas en la base de datos, indicamos en environment.rb el idioma por 
defecto y el resto y establecemos el sistema para traducir los textos. 
 
Fig 29. Posts y tags con la página en inglés  
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La traducción de la Web fue el motivo por el que nos decidimos a crear una 
administración. Pensamos que sería más cómodo para traducir que directamente en la 
BBDD.  
 
Hemos utilizado dos formas de indicar qué debe ser traducido. 
 
Para textos cortos: 
 
 
 
Para los textos más largos, hemos creído conveniente insertarlos en un nuevo modelo. 
De ésta forma podemos traducir textos largos cómodamente y además tenerlos 
dinamizados para posibles cambios.  
 
Tenemos los modelos “infotext” (para todos los textos informativos) y “question” (para 
las FAQ) 
 
 
 
Como se puede apreciar una simple llamada indica qué campos deben traducirse. En la 
administración cuando queramos traducir  al alemán una “question” por ejemplo 
class Infotext < ActiveRecord::Base 
 validates_presence_of :title, :body, :permalink 
 translates :body, :title 
end 
 
class Question < ActiveRecord::Base 
acts_as_list 
translates :title, :answer 
end 
#en vistas 
 
<%= "Discover dogs and friends.".t %> 
<%= submit_tag "Create"%> 
<%= link_to "Stories".t, :controller=>'stories' %> 
 
#en controllers y helpers 
 
flash[:alert]= “Wrong params have been sent”.t 
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bastará con seleccionar dicho idioma, hacer los cambios oportunos y guardar los 
cambios. 
 
Vemos las dos posibilidades en las imágenes: 
 
 
 
 
 
Fig 30. Ejemplo traducir un texto a otro idioma  
Fig 31. Observamos como se han guardado los cambios  
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Por último para realizar la implementación de las búsquedas de posts o tags en 
consecuencia del idioma que tenemos en la página Web: 
 
 
 
Cuando creamos un post guardamos el idioma en que está escrito (seleccionando uno 
de la lista o dejando el que tiene la página en ese momento). 
Para obtener posts y tags en el idioma actual incorporamos a la búsqueda el parámetro 
“locale” donde guardamos dicha información.   
 
10.3 Home 
 
La página principal está pensada sobretodo para mostrar las fotos de las mascotas de 
los usuarios registrados, para que tanto invitados como usuarios puedan acceder al 
perfil que más les guste. 
 
También hemos pensado que sería de interés mostrar la población de los usuarios 
registrados, de esta manera, los usuarios que accedan a la Web podrán observar de 
donde son las mascotas, esta parte la hemos implementado utilizando Google Maps.  
 
También encontramos una nube de tags, o sea una lista de palabras, que tienen un 
tamaño según la popularidad del sitio, y cuando presionemos sobre una de ellas 
podemos ver todo lo que esta etiquetado con esa palabra. Esto dota a nuestra página de 
más navegabilidad, ya que tienes más posibilidades de acceder a la misma 
información. 
 
#búsquedas de posts y tags   
 
@posts = Post.find(:all, :conditions=>['lang=?', 
params[:locale]],:order=>'created_at DESC', :limit=>7) 
 
@tags = Post.tag_counts(:limit=>'20',:conditions=>['posts.lang=?'params[:locale]], 
:order=>'count desc') 
 
#seleccionamos el idioma al crear el post, por defecto escogemos el idioma actual 
 
<%= select_tag "lang", options_for_select([ "English", "Deustch", "Català", 
"Español" ],actual_lang) %> 
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Y por último podremos observar los posts más recientes escritos por los usuarios. De 
esta manera incitamos a los usuarios que escriban temas, para que otros usuarios o 
invitados lo vean y estos accedan al blog y posiblemente visiten el perfil. 
En resumen, la página principal esta formada por: 
  
• Login 
• Fotos 
• Tags 
• Post recientes 
• Google Maps 
 
Todo esto que hemos ido comentando se explicará con más detalle a continuación.  
 
10.3.1 Login 
 
El login nos permitirá acceder a nuestro perfil. Como podemos observar en la imagen 
al lado del login tenemos un mensaje de bienvenida. 
 
 
 
 
Para poder entrar a la aplicación, primero tendremos que registrarnos, sólo tendremos 
que apretar el link “Sign up” y registrarnos.  
 
Una vez realizado el login, y estemos en la “Home”, el login no nos aparecerá hasta 
que cerremos la sesión. 
 
Apartado técnico 
 
 A continuación mostramos el código necesario para realizar el login y acceder al perfil 
personal.  
Fig 32. Login  
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Como podemos observar guardamos la información del usuario en la variable session. 
Esta variable es recuperable en cualquier parte del código y nos permite hacer 
comprobaciones de si un usuario ha hecho login o no. 
 
 
 
10.3.2 Fotos 
 
Es una tabla de quince fotos que se irá actualizando cada vez que el usuario actualice el 
perfil. Esto quiere decir que el usuario que actualice el perfil, no hace falta que suba 
fotos, tendrá la foto del perfil en la primera posición de la tabla, o sea que la tabla se 
#en application.rb y application_helper.rb . De ésta forma el método es accessible desde 
cualquier parte del código 
 
def session_profile 
if User.find_by_id(session[:user_id]) 
@user = User.find(session[:user_id])  
@profile = @user.profile 
return @profile 
end 
end 
#en controllers/public_controller.rb 
def  login 
    
session[:user_id] = nil 
  if !params[:name].nil? and !params[:password].nil? 
@user = User.authenticate(params[:name], 
params[:password]) 
   if @user 
    session[:user_id] = @user.id  
    @profile = @user.profile 
    redirect_to(:controller => 'dogprofile', 
 :action => 'show', :id => @profile) 
    else 
   flash[:notice] = "Invalid user/password combination" 
   redirect_to :action=>'home' 
   end 
 end 
end 
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ordena por fecha de actualización del perfil, se ha pensado de esta manera, porque así 
se anima a los usuarios a que actualicen su perfil. 
 
Como hemos comentado anteriormente, en la tabla saldrán las 15 primeras fotos, pero 
esto no quiere decir que sólo mostremos estas quince fotos, sino que habrá un 
paginador donde iremos pasando de quince en quince y así podremos ver todas las 
fotos de los usuarios registrados. 
 
 
 
 
 
Apartado técnico 
 
Para que la tabla de fotos se ordene por fecha descendente por perfil actualizado 
necesitamos el siguiente código de RoR: 
 
Fig 33. Fotos de la Home  
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Como podemos ver en esta acción recuperamos gran parte de la información que luego 
mostraremos en la vista ‘home’. 
 
10.3.3 Tags 
 
Como hemos comentado anteriormente esta nube de tags, dotará a nuestra página de 
más navegabilidad, ya que tienes más posibilidades de acceder a la misma 
información.  
 
Los tags serán los 20 más utilizados, con un tamaño de menor a mayor según se haya 
utilizado ese tag. 
 
#en public_controller.rb 
 
def home 
 
#seleccionamos todos los perfiles por fecha de actualización 
@profile_pictures = Profile.find(:all, :order =>'updated_at DESC') 
 
@updated_photos = [] 
 
#escogemos la última foto de cada perfil 
@profile_pictures.each do |p| 
  if p.pictures.size > 0 
photo = Picture.find(:all,:conditions=>['profile_id = ?',p.id], 
:order=>'created_at DESC', :limit =>1) 
  @updated_photos << photo 
  end 
end 
 
#paginamos las imagenes 
@pictures = @updated_photos.paginate :page => params[:page],  
:per_page =>15 
 
#perfiles que se mostrarán en el google_maps 
@profiles = Profile.find(:all, :order => "name ASC", 
:conditions => "(lon is not null) and (lat is not null )") 
 
#últimos posts descitos en los blogs 
 @posts = Post.find(:all, :order=>'created_at DESC', :limit=>7) 
 end 
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Mayor tamaño querrá decir que más usuarios han utilizado esa palabra y menor todo 
lo contrario. 
 
 
 
 
Apartado técnico 
 
Para realizar esta nube de tags y poner que nos muestre los veinte más utilizados, se ha 
implementado como se muestra a continuación. 
  
 
 
En la vista ‘home’ renderizamos el template ‘tags_cloud’ que se encuentra en la carpeta 
‘shared’. De esta manera podemos reutilizar este cód igo y  mostrar en cualquier otra 
vista la nube de tags.  
 
 
 
 
#view home 
render  :partial=>’shared/tags_cloud’ 
 
#partial shared/_tags_cloud.html.erb 
 
<%@tags = Post.tag_counts(:limit=>'20', 
:conditions=>['posts.lang=?'params[:locale]], :order=>'count desc')%> 
   
 <% tag_cloud @tags, %w(css1 css2 css3 css4) do |tag, css_class| %> 
  
 <%= link_to tag.name,  
{ :controller =>'blog',  
:action => 'tag_results', 
   :id => tag }, 
 :class => css_class %> 
      
<% end %> 
 
Fig 34. Tags  
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10.3.4 Posts recientes 
 
Cuando un usuario introduzca un nuevo Post, esté se pondrá en la página principal 
para que los usuarios puedan verlo y acceder a este. 
 
Este apartado mostrará los siete últimos posts introducidos. 
 
 
 
 
Apartado técnico 
 
Para poder mostrar sólo los siete últimos posts introducidos, se hace de la siguiente 
manera: 
 
 
 
 
 #view home   
 
 <%=render :partial=>'shared/lasts_posts'%> 
 
#partial shared/_tags_cloud.html.erb 
 
<%= "Recent Posts".t %>: 
 
           <% for post in @posts %> 
                 <span class="enlaces-first"> 
<%= link_to post.title, :controller=>'blog', 
   :action=>'show', :id =>post%> 
</span> 
            <%end%> 
  
Fig 35. Posts recientes 
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10.3.5 Google Maps 
 
 
 
 
Como podemos observar en la figura anterior, podremos observar de qué población 
son los usuarios registrados. Sólo mostramos la localidad del usuario, en ningún caso 
apuntamos a su domicilio. 
 
Para apuntar al sitio indicado se ha cambiado el icono típico de Google Maps y hemos 
introducido uno que creemos que se caracteriza más con la aplicación. Tal y como 
podemos observar en la imagen anterior. 
Fig 36. Imagen Google Maps 
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Para indicarle a Google Maps donde tiene que apuntar, a parte de la población también 
hemos filtrado por el país, datos que se introducen en el formulario de alta de la 
aplicación, ya que a veces ocurre que la población tiene el mismo nombre en diferentes 
países y en estos casos mostraría la localización incorrecta. 
  
Por último explicar que si la página está en inglés Google Maps mostrará el mapa de 
Europa. Si está en español se centrará en España, alemán en Alemania y catalán en 
Cataluña, Valencia y Baleares. 
 
Apartado técnico 
 
A continuación mostramos el código que es necesario para mostrar la localización de 
las mascotas: 
 
 
 
 
#profile.rb indicamos que antes de guardar el perfil calcule sus coordenadas mediante el 
método get_location 
 
class Profile < ActiveRecord::Base 
 
before_save :get_location 
  
def get_location     
  require 'open-uri'   
  require 'hpricot'  
  address = CGI::escape("#{self.location}")     
  url = "http://maps.google.com/maps/geo?q=#{address}& 
output=xml&key=Google_mapsApiKey"     
 
   open(url) do |file|       
    @body = file.read       
    doc = Hpricot(@body)       
    (doc/:point/:coordinates).each do |link|        
      self.lon, self.lat = link.inner_html.split(',')      
     end     
   end  
end 
 
end 
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El siguiente paso es indicar mediante la función javascript donde centramos el mapa y 
qué marcadores veremos. Para ello el código necesario es el siguiente: 
 
 
 
 
#en el body del layout principal cargamos el javascript si load_gmap? es cierto.  
 
<body<%= ' onload="load()" onunload="GUnload()"' if load_gmap? %>> 
 
#load_gmap? en application_helper.rb. Método que determina si se ha de cargar el google 
map o no 
 
def load_gmap? 
if controller.controller_name == 'public' and controller.action_name == 'home'  
      true 
  elsif controller.controller_name == 'search' and controller.action_name == 
'search_results' 
   true 
    end 
end 
#shared/_gmap.html.erb     
<script 
src="http://maps.google.com/maps?file=api&amp;v=2&amp;key=GoogleMapsA
piKey"type="text/javascript"></script> 
<script type="text/javascript"> 
//<![CDATA[  
function load() { 
  if (GBrowserIsCompatible()) { 
     <% if params[:locale]=="de"%> 
     var map = new GMap2(document.getElementById("map")); 
     var center = new GLatLng("51.124212999999997", "10.546875"); 
     map.setCenter(center, 6); 
     <%else%> 
     var map = new GMap2(document.getElementById("map")); 
     var center = new GLatLng("51.599002000999997", "14.599875"); 
     map.setCenter(center, 4); 
     <%end%> 
 map.addControl(new GSmallMapControl()); 
    function createMarker(point, name, location) {  
      var baseIcon = new GIcon(); 
      baseIcon.shadow = "/images/layout/shadow.png"; 
      baseIcon.iconSize = new GSize(25.0, 34.0); 
      baseIcon.shadowSize = new GSize(43.0, 34.0); 
      baseIcon.iconAnchor = new GPoint(9, 30); 
      baseIcon.infoWindowAnchor = new GPoint(12.0, 17.0); 
      var ico = new GIcon(baseIcon); 
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Éste es un buen ejemplo de lo fácil que se integra javascript con Ruby. Tenemos la 
función que muestra el mapa, los marcadores y la información de cada marcador (la 
que se muestra al clicar en un marcador y nos dirá de qué perfil se trata) y además 
código Ruby marcamos donde se debe centrar el mapa y a qué altura dependiendo del 
idioma seleccionado. 
 
      ico.image = "/images/icons/1000pfoten.png"  
      var marker = new GMarker(point, { icon: ico }); 
 
       GEvent.addListener(marker, "click", function() { 
          marker.openInfoWindowHtml("<div 
class='infowindow'><strong>"+name+"</strong><br />" + location + "<br 
/></div>", {maxWidth:200, maxHeight:300}); 
        }); 
      return marker; 
    } 
   
<% for profile in @profiles %> 
    var position = new GLatLng(<%= profile.lat %>, <%= profile.lon %>);  
     var marker_<%= profile.id.to_s %> = createMarker(position,"<%= 
profile.name %>", "<%= "#{profile.location}"%>") 
     map.addOverlay(marker_<%= profile.id.to_s %>);  
    <% end %>  
     } 
} 
//]]> 
</script> 
<% end %> 
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10.4 HISTORIAS 
 
 
 
 
 
Como podemos observar en la figura anterior en la página de historias encontramos la 
última historia insertada, ya sea de un invitado o de un usuario registrado. En la parte 
derecha, podemos observar que están los meses, donde se han ido insertando historias, 
de esta manera, para acceder a las historias de un mes en concreto sólo tendremos que 
clicar en el mes, la aplicación con código Ajax mostrará las historias insertadas ese mes.  
 
Hemos aplicado Ajax para la muestra de las historia por meses, porque pensamos que 
sería una buena idea, ya que al utilizarlo, no cargamos de nuevo la página 
nuevamente.  
 
En esta página también mostraremos el título de las últimas 7 historias insertadas. 
 
Al final de la página hay un link para crear historias, donde esta te rediccionará a otra 
página y donde tendremos que poner el título, el argumento, el autor y un código de 
seguridad, el cual si erramos en ponerlo no nos dejará crear la historia. Como podemos 
observar en la figura de abajo. 
 
Fig 37. Historias 
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Apartado técnico 
 
Para sólo mostrar la última historia creada, el código que necesitamos es el siguiente: 
 
 
 
# en stories_controller.rb acción ‘index’ 
@story = Story.find(:first,:order=>'created_at DESC', :limit=>1) 
Fig 38. Crear nueva historia 
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El código necesario para mostrar las últimas 7 historias insertadas: 
 
 
 
 
10.5 Formulario de alta 
 
Para poder crear un perfil de la mascota, primero nos tendremos que dar de alta en la 
aplicación. 
 
Primero de todo, nos muestra un formulario para introducir el usuario, el password, el 
email y un código de seguridad. Como muestra en la figura siguiente: 
 
 
#en stories/_list.html.erb 
 
<% @stories = Story.find(:all, :order=>'created_at DESC'), :limit=>7 %> 
        <div id="sidebar-tab" > 
                <p class="alert-tab"> 
                 <span class="titulo"><%= "Recent Stories".t %>:</span> 
              <% for story in @stories %> 
                    <span class="enlaces-first"> 
<%= link_to story.title, :action=>'show', :id=> story %> 
       </span> 
               <%end%> 
      </p> 
        </div> 
Fig 39. Formulario de alta 
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Si todos los datos son correctos pasaremos al segundo formulario, donde tendremos 
que insertar información sobre nuestra mascota. 
 
Si de lo contrario algún campo introducido es incorrecto, la aplicación nos mostrará un 
mensaje de error informando esos campos: 
 
 
 
 
Una vez rellenado el formulario correctamente, la aplicación nos mostrará otro 
formulario para que rellenemos información sobre nuestra mascota.  
 
 
Fig 40. Mensaje de error 
Fig 41. Formulario de la mascota 
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Como podemos observar en la figura anterior, tendremos que insertar información 
sobre nuestra mascota, y también el usuario de youtube, si disponemos, para que la 
aplicación muestre los videos y la población para que Google Maps localice la 
población y ponga un localizador en el punto indicado.  
 
Una vez rellenados los campos correctamente, podremos insertar el perfil  de nuestra 
mascota. 
 
Como en el formulario de nuevo usuario, si insertamos algún campo incorrecto, 
también se nos mostrará el mensaje de error con de esos campos. 
 
Apartado técnico 
 
Si se ha introducido correctamente todos los campos del primer formulario, se guarda 
la información y nos muestra el segundo formulario, referente al perro.  
 
En el segundo formulario, una vez activada la cuenta, cuando rellenamos todos los 
campos correctamente, clicamos en el botón enviar y esto lo guarda en base de datos. 
La implementación de este trozo es la siguiente: 
 
 
 
 
 
 
#en el modelo profile.rb 
class Profile < ActiveRecord::Base 
belongs_to :user, :dependent => :destroy 
 validates_presence_of :name, :breed, :hobbies 
 before_create :get_location 
end 
 
#vista de la acción ‘new’ 
<% form_tag :action => 'create', :id => @user do %> 
  <%= render :partial => 'form' %> 
  <%= button(:id => @user)%> 
<% end %> 
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En el código del modelo podemos ver 3 cosas impoiartantes a la hora de crear un perfil. 
La primera  “belongs_to :user, :dependent =>:destroy” nos simplificará la tarea de 
enlazar el perfil con el usuario.  Haciendo, como vemos en el controlador, 
“@user.profile = @profile”, el campo user_id de profile toma por valor la id del 
usuario. 
“Validates_presence_of” comprueba que los campos marcados no se encuentran vacíos 
antes de guardar el objeto, en tal caso lanzaría un error. 
Por último “befote_create :get_location“ ejecuta dicha acción antes de guardar el perfil, 
con lo cual ya tendremos los datos necesarios para el mapa. 
En la vista vemos como indicamos que al hacer ‘submit’ se ejecutará la acción ‘create’ 
pasándole como parámetro el usuario al que asociaremos el perfil. Dentro de este 
formulario renderizamos el partial ’form’ donde se encuentran los campos a rellenar. 
 
Por último en la acción ‘create’ del controlador vemos como finalmente se crea el perfil 
con los datos obtenidos y se enlaza éste perfil con el usuario creado anteriormente. 
 
10.6 Perfil 
 
En este apartado de la aplicación hemos de tener en cuenta varios puntos, ya que 
podemos acceder de diferentes maneras: 
 
• El usuario accede a su perfil. 
• El usuario accede al perfil de otro usuario. 
#acción create en dogprofile_controller.rb 
def create 
 
     @user = User.find(params[:id]) 
     @profile = Profile.new(params[:profile])  
       
     @user.profile = @profile 
      if @profile.save 
    flash[:notice] = 'Profile was successfully created.' 
       redirect_to :controller => 'upload', :action => 'get', :id => @profile 
      else 
      render :action => 'new' 
     end 
end 
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• Un invitado accede al perfil de un usuario. 
 
A continuación explicaremos las diferencias que existen entre las opciones anteriores 
cuando se accede a un perfil. Pero antes mostraremos como se ha estructurado esta 
parte: 
  
• Descripción de la mascota: Esta compuesta por una explicación y a la 
izquierda tiene una foto de la mascota. 
• Mis fotos: Fotos de esa mascota seleccionadas. En el punto 10.6.2 se 
explica con detalle como de pueden subir fotos y como se han de 
seleccionar. 
• Mis videos: Si el usuario dispone de usuario de youtube, aquí se 
mostraran esos videos. En el punto  10.6.3 se explica con más detalle. 
• Mis amigos: Todos los amigos que tengo. En el punto 10.6.4 se explica 
con más detalle. 
 
A continuación detallaremos las diferencias que podemos encontrar cuando accedemos 
si somos un usuario o un invitado, tal y como hemos comentado anteriormente. 
 
10.6.1 Descripción de la mascota 
 
Cuando un usuario accede a su perfil tiene las siguientes opciones: 
 
 
Fig 42. Descripción de mi mascota 
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Como podemos observar en la figura anterior,  debajo de la explicación podemos 
acceder a estas opciones: 
• Mis mensajes: Si accedemos a este apartado, podremos ver todos los 
mensajes recibidos tal y como muestra la siguiente figura: 
 
 
    
  
En el punto 10.6.8 se explica con más detalle este apartado. 
 
• Ir a mi blog: Accederemos al blog personal, para ver, insertar anécdotas. 
Se explicará con más detalle en el punto 10.7. 
 
 
 
• Editar el perfil: Tenemos la opción de editar el perfil, por si queremos 
cambiar algún campo o ampliarlo. 
 
Fig 43. Mis mensajes 
Fig 44. Mi blog 
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En cambio cuando un usuario accede a otro perfil o es invitado sólo tiene la opción de 
ir al blog del usuario al que se ha accedido. 
 
 
 
 
Apartado técnico 
 
Para diferenciar si el usuario ha entrado a su perfil o no y salgan las opciones 
personales, se ha implementado con el siguiente código. 
 
 
 
 
 
#métodos en el modelo profile.rb 
def is_my_profile?(logged) 
  if self.id == logged.id 
   true 
  else 
   false 
  end 
end 
Fig 45. Perfil de otro usuario 
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Con éstos dos métodos y el session_profile, explicado anteriormente, podemos 
controlar los diversos casos en que un perfil es visitado (por el dueño, por un amigo, 
por un perfil que no es amigo y por  un visitante que no tiene perfil) 
 
10.6.2 Mis fotos 
 
Muestra las fotos seleccionadas, de la mascota. Cuando nos referimos a fotos 
seleccionadas, nos referimos a lo siguiente. 
 
Un usuario puede subir muchas fotos, pero solo se mostraran en este apartado aquellas 
fotos que ha marcado.  
 
 
 
Como podemos observar en la figura si marcamos la estrella, esta se encenderá y esa 
foto marcada saldrá en el apartado de “Mis Fotos”, si apagamos la luz, esa foto no se 
mostrará. 
 
En la figura anterior podemos fijarnos que hay fotos marcadas y otras no marcadas, 
cuando volvemos a nuestro perfil sólo nos mostrará aquellas fotos que hemos 
marcado. 
 
def is_my_friend?(profile) 
 friend= Friend.find(:first, :conditions=>['profile_id=? AND friend2 
=?',profile.id,self.id]) 
 unless friend.nil? or profile.nil? 
  true 
 else 
  false 
 end 
end 
 
Fig 46. Selección de mis fotos 
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Esto sólo lo podrá realizar el usuario que acceda a su perfil, el invitado u otro usuario 
no tendrá esa opción ya que no estarán en su perfil. 
 
Otra opción que podemos observar es “More photos”. “Mis Fotos” sólo muestra las 
cinco últimas fotos subidas, pero si el usuario tiene más, clicamos en “more photos” y 
nos mostrará todas las fotos seleccionadas. 
 
Esta imagen muestra las cinco fotos de un usuario: 
 
 
 
Y cuando clicamos en “more photos” muestra lo siguiente: 
 
Fig 47. Fotos seleccionadas 
Fig 48. Mis fotos 
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Por último podemos clicar sobre una foto para que esta se haga más grande, veamos la 
figura siguiente: 
 
 
 
Fig 49. Más fotos 
Fig 50. Lightbox 
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Como podemos observar la foto se hace más grande, la parte de atrás se oscurece y esto 
nos permite pasar todas las fotos apretando “Next”. Si deseamos cerrar, sólo hay que 
clicar en la “X”. 
 
Apartado técnico 
 
Para que las fotos se muestren en el apartado “Mis Fotos” y en el orden que le 
indiquemos, primero hemos de seleccionarlas y posicionarlas, para realizar esto se 
implementa en Ajax de la siguiente manera: 
 
 
 
Para cambiar el estado de la foto utilizamos link_to_remote un helper de Ajax que 
permite ejecutar la acción señalada sin necesidad de recargar la página. Cambia el 
estado de la foto y recarga el área de código seleccionada, el resultado es que vemos 
como la bombilla se enciende o apaga sin que pase nada más. 
 
Para indicar el orden  en que queremos mostrar las fotos utilizamos sortable_element. 
Éste helper permite arrastrar contenido y ejecutar la acción ‘sort’ cada vez que soltamos 
el elemento arrastrado. Con el parámetro: constraint indicamos cual es la dirección del 
movimiento (en este caso: false para tener más libertad).  
# vista en dogprofile/pictures.html.erb 
 
<ul id="pictures_list" > 
<% for picture in @pictures -%> 
    <li id="item_<%=picture.id%>" > 
     <%= image_tag(picture.public_filename(:thumb))%> 
<%= link_to_remote ((image_tag picture.status_image),  
{:url => {:action => 'change_photo_status',  
                       :id => picture }},  
{:id=>'img_'+picture.id.to_s}) %> 
     </li> 
   <%end%> 
</ul> 
 
  <%= sortable_element "pictures_list", 
 :url => {:action => 'sort', :id => @profile}, 
 :constraint => :false, 
 :complete => visual_effect(:highlight, 'pictures_list') %> 
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Otro punto interesante a explicar es como hemos implementado la parte en que nos 
muestra todas las fotos seleccionadas, link “more photos” 
 
 
 
De nuevo una función Ajax. Esta vez tenemos un div oculto y gracias a 
“link_to_function”  y la función “toggle” lo podemos mostrar sin recargar la página. 
 
Y por último lightbox, en la imagen anterior podíamos ver la que la imagen la 
incluiamos dentro de un link como éste:  
 
<a href="<%= photo.public_filename %>" rel="lightbox[<%= @profile.id.to_s %>]"> 
<%= image_tag (photo.public_filename(:thumb), :class=>'imagenes') %></a>  
 
Al hacer click se ejecuta lightbox, un javascript muy utilizado actualmente para 
mostrar galerías de imágenes. Para poder ejecutarlo simplemente hemos tenido que 
incluir el javascript en el layout y su css (adaptada a nuestro diseño). 
 
 
#view dogprofile/_pictures.html.erb 
  
<div id="more_photos" style="display:none;"> 
 <% for photo in @more_photos -%> 
  <a href="<%= photo.public_filename %>" 
 rel="lightbox[<%= @profile.id.to_s %>]"> 
<%= image_tag (photo.public_filename(:thumb), 
:class=>'imagenes') %></a>  
 <%end%> 
</div> 
     
<div class="eyelash-enlaces"> 
 <% if @pictures.size > 5%> 
<%= link_to_function 'more photos'.t, 
"Element.toggle('more_photos')"  %> 
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10.6.3 Mis videos 
 
Si el usuario dispone de usuario de Youtube, en este apartado podrá mostrar un video 
o un playlist, de los que disponga Youtube. 
 
 
 
 
Para poder seleccionar el video o playlist, primero tendremos que estar en nuestro 
perfil, e apretar el link “edit videos”, hay se mostrará la lista y escogeremos el que 
deseemos que se muestre en nuestro perfil. 
 
#en el layout de la aplicación 
 
<head> 
<%= stylesheet_link_tag 'lightbox' %>  
<%= javascript_include_tag 'lightbox' %> 
 
#este último es para las librerias javascript que rails trae por defecto y que 
permiten incorporar los efectos Ajax mencionados anteriormente 
 
<%= javascript_include_tag :defaults %> 
</head> 
Fig 51. Mis videos 
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Como observamos en la figura anterior, sólo podremos marcar uno. 
 
Apartado técnico 
 
Para que nos muestre los videos que disponemos en Youtube, necesitamos el código 
que se muestra a continuación: 
 
 
 
 
 
#en videos_controller.rb 
 
def find_playlists 
 
@p = Profile.find(params[:id]) 
 unless @p.youtube_username.blank? 
    begin 
 @playlists=Youtube::User.find_custom(@p.youtube_username).get(:playlists) 
     for entry in @playlists.entry 
   id = entry.link[1].href.insert(40,"~")  
     i= Array.new(id.split('~'))   
    play = i[1]  
 @search= Video.find_by_profile_id_and_playlist(@p.id,play) 
Fig 52. Selección de videos 
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Este trozo de código muestra como recuperamos de Youtube las playlists que tiene el 
usuario y las almacenamos en nuestro sistema (si no estaban almacenadas 
previamente). El código para obtener los videos simples del usuario es similar al de las 
playlists. 
 
10.6.4 Mis amigos 
 
Nos mostrará todos los amigos que tenemos en la red social. Para poder hacerse amigo 
de otro usuario es muy sencillo o nosotros enviamos una petición “friend_request” a 
otro usuario desde su perfil o también tenemos la opción de que otro usuario nos envíe 
la misma petición a nosotros.  
 
Cuando recibamos una petición “friend_request”, al entrar en nuestro perfil nosotros 
veremos lo siguiente: 
 
 
   unless @search 
    @video = Video.new 
    @video.playlist = play 
     @video.type_id = 1 
    if @profile.videos.size == 0 
    @video.main = 1 
    end 
    @video.save 
    @p.videos << @video 
     
   end 
  end 
    rescue Exception, OpenURI::HTTPError 
 end 
end 
Fig 53. Petición friend_request 
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Entonces el usuario podrá aceptar o declinar esa petición. Si acepta, ese usuario tendrá 
un nuevo amigo, que este aparecerá el primero, en el apartado de “Mis Amigos”. 
 
Cuando un usuario, que es amigo, actualiza el perfil, nosotros lo sabremos ya que el 
recuadro de la foto del otro usuario saldrá en color rojo y al pasar por encima de esa 
foto veremos lo siguiente: 
 
 
 
 
Entonces sabremos que un amigo nuestro ha actualizado el perfil y al clicar sobre la 
imagen nos enviará a ese perfil y ver los cambios que ha realizado. 
 
Apartado técnico 
 
La petición “friend_request” se realiza de la siguiente manera: 
 
 
 
 
#en dogprofile/_hello.html.erb 
I hope you like my page. Please leave me a message or a comment in any post. 
You can also click  
 <%= link_to "here".t, {:action => 'add_friend', :id => @profile} %> 
 if you want us to be friends 
#la acción en dogprofile_controller.rb 
def add_friend 
    @user = User.find(session[:user_id])   
    @profile = Profile.find(params[:id]) 
  fr = Friend.new 
  fr.accepted = 1 
  fr.friend2 = @profile.id 
 
Fig 54. Perfil actualizado 
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Como podemos ver en la acción “add_friend” creamos dos objetos “Friend”, uno de 
ellos aceptado (quien lo crea) y otro que no. Éste segundo será el que provoque que 
cuando el otro perfil haga login verá una alerta ‘”friend_request”. 
 
Y el código necesario para que muestre que se ha actualizado un perfil de un amigo 
nuestro es el siguiente: 
 
 
 
Vemos como en la vista mostramos la imagen con unos estilos o con otros 
dependiendo del resultado de la función “updated_lately”. Esta función comprueba 
que el perfil haya sido actualizado durante la última semana. Si ha sido así el 
  @user.profile.friends << fr 
  fr2 = Friend.new 
  fr2.friend2 = @user.profile.id 
  @profile.friends << fr2 
  fr2.save 
end 
 
#en dogprofile/show.html.erb 
@new_friends = Friend.find(:all, :conditions=>['profile_id = ? and accepted = 0', 
@profile.id]) 
#en dogprofile/_friends.html.erb 
<% unless profile.updated_lately %> 
<%= link_to image_tag(image.public_filename(:thumb), 
:class=>'imagenes'), :controller=>'dogprofile', :action =>'show',  
:id =>profile %> 
<%else%> 
  <%= link_to image_tag(image.public_filename(:thumb), 
:class=>'imagenes-actualizado', :mouseover => "/images/updated.jpg"), 
:controller=>'dogprofile', :action =>'show', :id =>profile %> 
 <%end%> 
 
# en el model profile.rb 
def updated_lately 
if DateTime.now.yday - self.updated_at.yday <=7 and 
DateTime.now.year - self.updated_at.year == 0 
   true 
  else 
   false 
  end 
end 
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parámetro “mouseover” se encarga de mostrar la imagen indicada cuando pasamos el 
ratón por encima sin necesidad de crear  pesados javascripts para esto. 
 
10.6.5 Alertas 
 
Cuando entramos en nuestro perfil, podemos encontrarnos que otros usuarios nos han 
enviado un mensaje o una petición de friend_request, explicada en el punto anterior. 
 
Si hemos recibido mensajes de otros usuarios, veremos el siguiente mensaje situado a 
la derecha de nuestro perfil. 
 
 
 
 
Al clicar sobre esa alerta, nos enviará a los mensajes que hemos recibido y allí 
podremos responderlos. Los mensajes se explican con más detalle en el punto 10.6.8. 
 
Apartado técnico 
 
Para mostrar una alerta de los mensajes cuando accedemos a nuestro perfil, lo 
implementamos de la siguiente manera: 
 
Fig 55. Alertas recibidas 
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En la vista recuperamos los mensajes no leídos y mostramos en la alerta cuántos hay. 
Para recuperarlos utilizamos el método unread_messages creado en el modelo perfil. 
 
10.6.6 Mis posts recientes 
 
Tanto si entramos en nuestro perfil o en el de otro usuario, en este apartado podremos 
ver los últimos siete posts que ha insertado. 
 
 
 
 
Entraremos en más detalle donde se explica el blog del perfil. 
 
10.6.7 Acceder a otro perfil 
 
Cuando somos un usuario registrado y accedemos a otro perfil, a parte de los 
apartados comentados anteriormente, también tenemos un mensaje de bienvenida. 
 
#en dogprofile/_alerts.html.erb 
<% @messages = @profile.unread_messages %> 
<%=link_to "<b>"+"Messages".t+"</b>", :controller=>'messages', 
  :action =>'inbox', :id=>@profile%>(<%= @messages.size.to_s%>) 
 
#en el modelo profile.rb 
def unread_messages 
 Message.find(:all, :conditions=>['profile_id = ? AND status = 0', self.id]) 
end 
Fig 56. Mis Posts más recientes  
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Esto nos da la opción de enviar una petición “friend_request” para que sea nuestro 
amigo. Si enviamos esa petición, cuando volvamos a entrar a ese perfil el mensaje de 
bienvenida cambia. 
 
 
    
Este mensaje se mostrará una vez enviada la petición de ser amigos, y la acepte. Si 
rechaza la invitación mostrará el primer mensaje. 
 
A parte del mensaje de bienvenida, tenemos la opción de enviar un mensaje a otros 
usuarios. 
 
 
 
Fig 57. Mensaje de bienvenida a otro perfil sin ser amigo 
Fig 58. Mensaje de bienvenida a otro perfil cuando es amigo 
Fig 59. Enviar mensaje cuando somos un usuario 
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Rellenaremos los campos y enviaremos el mensaje para que el receptor lo lea y nos 
conteste. 
 
Si accedemos como invitado, el mensaje de bienvenida será el siguiente. 
 
 
 
 
Y para enviar un mensaje tendremos que insertar a parte del asunto y el mensaje, 
nuestro nombre y el email, para que el usuario receptor si lo desea nos conteste. 
 
 
 
 
Fig 60. Mensaje bienvenida al acceder como invitado 
Fig 61. Enviar mensaje al acceder como usuario 
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Apartado técnico 
 
En el apartado anterior hemos explicado que dependiendo de unas circunstancias, a la 
hora de entrar en el perfil nos mostrará un mensaje de bienvenida u otro. Esto se 
realiza de la siguiente manera: 
 
 
 
Y la implementación a la hora de crear los mensajes, se muestren los campos de email y 
nombre o no, es la siguiente: 
 
#en dogprofile/_hello.html.erb 
 
<% unless is_my_friend(@profile) %> 
                <% unless @my_profile.nil? %> 
              <%= "Welcome".t %> <%= @my_profile.name%>!!<br/> 
<%= "I hope you like my page. Please leave me a message or a 
comment in any post. You can also click ".t%> 
<%= link_to "here".t, {:action => 'add_friend', :id => @profile} %> 
<%= "if you want us to be friends.".t %><br/><br/> 
<%= link_to "Send friend request ".t, {:action => 'add_friend', :id 
=> @profile} %> >> 
    <%else%> 
  <%= "Welcome".t %>!!<br/> 
<%= "I hope you like my page.Please leave me a message or a 
comment in any post.".t %>        
               <%end%> 
 
<%else%> 
              <%= "Welcome".t %> <strong> 
              <%= @my_profile.name%></strong>!!<br/> 
  <%= "It is nice to see you again in my page!".t %> 
<%end%>   
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10.6.8 Mis mensajes 
 
Como hemos comentado anteriormente, cada usuario tendrá todos los mensajes 
recibidos en el apartado “My Inbox”. Para diferenciar si ha leído un mensaje o no 
tendremos que fijarnos en los siguientes iconos. 
 
 ? El mensaje se ha leído. 
 
#en messages_controller.rb 
def create 
 if request.post? 
  @profile = Profile.find(params[:id]) 
  @message = Message.create(params[:message]) 
  @profile.messages << @message 
  @sent_by = session_profile 
  unless @sent_by.nil? 
   @message.sender = @sent_by.id 
  else 
   @errores = validar_formulario(params) 
  end 
  if @errores.nil? 
  if @message.save 
   flash[:alert] = "Your message has been sent".t 
redirect_to :controller =>'dogprofile', :action=>'show', :id 
=>@profile 
  else 
flash[:alert] = "Something went wrong while sending your 
message".t 
redirect_to :controller =>'dogprofile', :action=>'show', :id 
=>@profile 
  end 
 else 
        @message.destroy 
        flash[:alert] = "<ul id='errors'>"  
        @errores.each { |a,v| 
                flash[:alert]+= "<li>#{a}</li>" 
             } 
             flash[:alert]+="</ul>" 
redirect_to :controller =>'dogprofile', :action=>'show', :id 
=>@profile 
 end 
end 
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 ? El mensaje no se ha leído. 
 
Para poder leer el mensaje, sólo tendremos que clicar en la imagen y nos mostrará la 
siguiente pantalla: 
 
 
 
 
Una vez leído, podremos contestar al usuario que nos ha enviado el mensaje. 
 
 
Fig 62. Leer mensaje recibido 
Fig 63. Contestar mensaje 
 My pet  
  Página | 142   
10.7 Blog 
 
El blog o diario personal esta pensado para que cada usuario explique anécdotas que le 
han ocurrido con su mascota.  
 
La página principal estará compuesta por una lista de blogs ordenada por fecha de 
creación y a la derecha, podremos ver los meses en que se ha escrito y apretando en el 
mes, se desplegará una lista de todos los blogs. 
 
Si queremos leer el blog entero, clicaremos en “Read” y nos mostrará el texto entero y 
los comentarios que han ido escribiendo tanto usuarios como invitados. 
 
En esta página, al estar en nuestro blog, podremos editarlo, para cambiar alguna cosa o 
ampliarlo y también tendremos la opción de dejar un comentario. 
 
Un usuario o invitado que accede a nuestro blog, sólo podrá dejar comentarios. 
 
 
 
 
Apartado técnico 
 
En este apartado destacaríamos el hecho de mostrar los meses con la lista de blogs 
creados en cada mes se ha realizado con Ajax.  
 
Fig 64. Post donde podemos dejar un mensaje  
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10.8 Group 
 
Muestra la lista de grupos que se han ido creando. En este caso estarán ordenados por 
orden de creación, como podemos observar en la siguiente figura. 
 
 
 
Y debajo de las imágenes de los grupos, tendremos la paginación.  
 
Crear un grupo resulta muy fácil, sólo hace poner el nombre del grupo, el tipo, público 
o privado, y una foto. Si no pusiéramos foto, ese grupo tendrá una foto por defecto. 
 
#en blog/_blog_navigation.html.erb 
 
<% for date_blog in @date_blogs %> 
   <li> 
  <%= image_tag ("icons/arrow_right.png")%>  
<%= date_blog.monthyear %> 
 (<%= link_to_remote date_blog.posts.count,  
 :url =>{:action=>'toggle_date_blog', :id=>date_blog}%>) 
  </li> 
 
  <div id="<%=date_blog.id%>" style="display:none"> 
    <%date_blog.posts.each do |post|%> 
<li><%= link_to post.title, :controller=> 'blog', 
:action => 'show', :id => post%></li> 
<%end%> 
  </div> 
<% end %> 
Fig 65. Grupos creados  
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Como hay dos tipos de grupos, público o privado, también hay diferentes formas de 
formar parte de alguno. 
 
Si un grupo es privado, sólo se podrá formar parte con una invitación de un miembro 
de ese grupo. 
 
 
 
 
Fig 66. Formulario crear grupo  
Fig 67. Invitación para formar parte grupo privado  
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Si un grupo es público, como con el privado, podremos recibir una invitación para 
formar parte, y también podremos añadirnos nosotros con la opción “Be a member”. 
Al clicar sobre este link, ya formaremos parte de ese grupo. 
 
 
 
 
Si somos invitados o no formamos parte de un grupo, si el grupo es público o privado, 
tendremos permisos de lectura, pero no de escritura, sólo se podrá opinar si formas 
parte de ese grupo.  
 
 
 
 
Cuando accedamos a un grupo, observaremos que la página de un grupo en concreto 
estará compuesta por: 
  
• Foto del grupo. 
• Foro dónde opinaran los usuarios. 
• Los miembros que forman ese grupo, encabezado por el creador. 
• Si el que accede a ese grupo es el creador tendrá la opción de editar el 
grupo. 
 
Fig 68. Formar parte grupo público 
Fig 69.  Si no tenemos permisos de escritura si no formamos parte del grupo 
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 Fig 70.  Imagen completa de un grupo 
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Por último nos gustaría comentar el foro, como podemos observar en la figura 
siguiente, este esta organizado por una serie de temas, cuantas respuestas tiene y quién 
ha sido el creador. 
 
 
 
 
Apartado técnico 
 
Para realizar una invitación a un grupo privado o un grupo público, el código es el 
siguiente:  
 
 
 
#en groups_controller.rb 
 
def invite_to_group 
 @group = Group.find(params[:group]) 
 @profile = session_profile 
 @invited = Profile.find(params[:id]) 
 @message = Message.new 
 @message.group_to_join = @group.id 
 @message.subject = "Join #{@group.name} !! " 
 @message.text = @profile.name+" invites you to join #{@group.name} 
.What do yout say?" 
 @message.sender = @profile.id 
 @invited.messages << @message 
 @sent_by = @profile 
 if @message.save 
   flash[:alert] = "Your message has been sent" 
 else 
   flash[:alert] = "Something went wrong while sending your 
message" 
 end 
 redirect_to :action=>'show', :id=>@group 
end 
Fig 71.  Imagen foro 
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En el caso de ser miembro del grupo privado, al usuario le aparecerá una lista con los 
amigos de los miembros del grupo, esta lista sirve para poder invitar a gente a éste 
grupo privado. Esto lo conseguimos con el helper “get_friends_to_invite_to_group” 
explicado anteriormente.  Esto implica que para poder ser invitado a un grupo privado 
primero debes ser amigo de uno de sus miembros. 
En el caso de un grupo público el usuario se une libremente. 
 
Para comprobar los permisos de escritura y de lectura, el código es el siguiente: 
 
 
 
Gracias a estos dos métodos controlamos los permisos para escribir en el foro, para 
invitar a gente, editar el grupo etc. 
 
Por último tenemos el foro del grupo, las imágenes y editar el grupo. Estos apartados 
son muy similares a los equivalente en el perfil, por ello no copiamos aquí código de 
ellos. 
 
#en el modelo group.rb 
def  allow_write(profile) 
 if  self.open == "public" or  not self.has_as_member(profile).nil? 
    return true 
  else 
flash[:notice]="This is a private group, you must be a 
member to write here" 
  return false 
 end 
end 
  
def has_as_member(profile) 
  
 Profile.find(:first, :include=>'groups', :conditions=> 
['groups_profiles.profile_id = ? AND groups_profiles.group_id = ?', profile.id, 
self.id]) 
 
end 
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10.9 Fotos 
 
Este apartado de la aplicación muestra las fotos que tienen los usuarios ordenadas por 
fecha de subida a la Web. 
 
En total habrá 250 fotos, divididas en 25 fotos por página y con la paginación 
correspondiente. 
 
 
 
 
 
Fig 72.  Página fotos 
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Apartado técnico 
 
Para realizar este apartado, el código necesario ha sido el siguiente: 
 
 
Vemos como recogemos todas las fotos  cuyo “parent_id” es nulo por orden de 
creación descendiente. Esto es así debido a que cada foto tiene asociados varios 
thumbnails que no queremos mostrar. 
 
10.10 Contact 
 
Formulario que tanto usuarios como invitados enviarán al administrador de la Web 
para exponer sus dudas, sugerencias, etc. Este envío se hace mediante e-mail a la 
cuenta de correo del administrador. 
 
 
 
#en upload_controller    
def list 
@pictures = Picture.find(:all, :conditions=>['parent_id IS 
NULL'],:order => 'created_at DESC') 
 
@photos =Picture.paginate :page => params[:page], 
:conditions=>'parent_id is NULL', 
:order => 'created_at DESC', :per_page =>25, :limit=>250 
end 
Fig 73.  Fomulario de contacto 
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Como podemos comprobar en la imagen anterior, el formulario esta compuesto por: 
 
• El nombre del emisor. 
• El email, para que el administrador, si es necesario, se ponga en contacto 
con él. 
• Y el mensaje que se desea transmitir. 
 
Apartado técnico 
 
El código necesario para enviar el e-mail de contacto es el siguiente: 
 
 
# modelo PostalService no asociado a una tabla de la BBDD 
class PostalService < ActionMailer::Base 
  def contact(post, sent_at = Time.now) 
    @subject      = '1000pfoten :: Contact' 
    @body["post"] = post 
    @body["email"] = post[:email] 
    @recipients   = 'admin@direccion.com' 
    @bcc          = 'admin@direccion.com' 
    @from         = post['email'] 
    @sent_on      = sent_at 
    @headers      = {} 
  end 
end 
 
#en public_controller.rb 
def contact_form 
       @post = '' 
       if request.post?   
           errores = validar_formulario(params) 
           @post = params[:contact] 
 
           unless errores.nil? 
 flash["alert"] = "<div class='reserve_error'><p>"+"Sorry 
but".t+"</p><ul id='errors'>" 
             errores.each { |a,v| 
                 flash["alert"]+= "<li>#{a}</li>" 
             } 
             flash["alert"]+="</ul></div>" 
             return 
     else 
             email = PostalService.create_contact(params[:contact]) 
              email.set_content_type("text/html") 
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El envío de e-mails es simple con Ruby on Rails gracias a ActionMailer como podemos 
ver en la imagen. No hemos querido abusar de ello para otras funcionalidades, como la 
confirmación del registro, debido a que complicaría la usabilidad de la página y el 
usuario final a la que va dirigida no lo apreciaría.  
 
10.11 Administración 
Se ha creído conveniente crear una administración para la página, ya que de esta forma 
se podrá administrar parte del contenido como usuarios, textos, idiomas, etc. 
 
A continuación explicaremos los contenidos de esta administración: 
 
10.11.1 Administración de usuarios 
 
En este apartado podremos añadir y borrar usuarios para que administren la Web. De 
esta manera se podrá dividir la faena en el caso que hubiera más de un administrador. 
 
 
 
 
 
             @result = PostalService.deliver(email)           
             if @result 
flash["alert"] = "<p class='reserve_correct'>Mensaje enviado 
correctamente.</h2>" 
             else 
                flash["alert"] = "<h2>Error al enviar el mensaje.</h2>" 
             end 
           end         
         end     
end 
Fig 74.  Lista de administradores 
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Para poder dar de alta un administrador, la aplicación nos muestra el siguiente 
formulario: 
 
 
 
Como podemos observar, tendremos que introducir, nombre de usuario, el password, 
confirmar ese password y el email. Si al clicar sobre el botón “submit” ha salido todo 
correcto, nos añadirá el nuevo usuario a la lista.  
 
Si ha fallado algún campo, entonces nos mostrará que campo es incorrecto, como 
ocurre en los otros formularios mostrados anteriormente. 
 
Apartado técnico 
 
El código es igual al de un usuario de la web exceptuando que le asignamos al atributo 
‘admin’ el valor 1, esto nos sirve para diferenciar entre los 2 tipos de usuarios. 
 
10.11.2 Traducción 
 
Esta parte ofrece la posibilidad de traducir las palabras y textos breves estáticos 
marcados como traducibles. Lo único que tendrá que realizar el administrador será 
traducir el texto. Para ello deberás seleccionar el idioma deseado (con las banderas) y 
escribir la traducción. Ésta se guarda y automáticamente saldrá traducida en el sitio de 
la Web en que esté. 
 
Fig 75.  Formulario alta administradores 
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10.11.3 Historias y Perfiles 
 
Aunque en el menú están diferenciadas, la idea es la misma. Censurar aquellas 
historias y perfiles que no muestren respeto o seriedad. Aquellas que queramos 
eliminar, clicaremos sobre la “X” y se borrará automáticamente. 
 
 
 
 
Apartado técnico 
 
Para poder censurar las historias o los perfiles damos al administrador un listado de 
éstos y le damos la opción de eliminarlos. 
 
Fig 76.  Traducción de textos 
Fig 77.  Listado de historias 
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10.11.4 Text 
 
En este apartado podremos traducir los textos más largos y guardarlos en la base de 
datos.  
 
 
 
Sólo tendremos que poner el título, el texto traducido y actualizarlo. 
 
 
 
Fig 78.  Listado textos traducibles 
Fig 79.  Formulario para traducir textos 
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Apartado técnico 
 
Esta parte ya se ha explicado anteriormente, en el cual hacemos referencia al plugin 
globalize. 
  
10.11.5 FAQ 
 
En este apartado el administrador creará las preguntas y respuestas para que luego se 
muestren en el apartado FAQ de la aplicación. Además podrá indicar el orden en que 
se mostrarán en la Web de la misma manera que lo hicimos para las fotos del perfil. 
 
 
Para crear una nueva pregunta con su respuesta, sólo hay que clicar “Añadir nueva 
pregunta”, la aplicación mostrará un formulario y lo rellenaremos. 
 
 
 
 
10.12 FAQ 
 
Una vez dadas de alta en la administración, tal y como se ha explicado en el punto 
anterior, el usuario puede acceder a estas preguntas por si tiene algún tipo de duda, si 
no encontrara la pregunta, entonces enviaría un mensaje al administrador en el 
apartado de “Contact”. 
 
Algunas de las preguntas que podemos encontrar en el FAQ son las siguientes: 
  
• ¿Cómo puedo subir una foto? 
Fig 80.  Listado preguntas FAQ 
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o Accede a tu perfil y clica en “editar fotos”. Ahí verás el campo para poder 
subir las fotos 
• No encuentro mi perfil en el mapa / Mi población en el mapa es incorrecta 
o Accede a tu perfil y cambia la localidad (si el campo esta informado). 
Escribe siguiendo el siguiente ejemplo: Berlín, Alemania. 
 
 
 
 
Fig 81.  FAQ 
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10.13 Videos 
 
Se podrán observar los últimos videos subidos, realizando una consulta a la base de 
datos y mostrándolos por orden descendente.  
 
Se mostrará un video por página con su correspondiente paginación, tal y como 
podemos comprobar en la figura siguiente. 
 
 
 
Fig 82.  Listado videos 
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11. Conclusiones 
 
Haciendo una visión general de cómo ha finalizado el proyecto, podemos estar 
contentos con el resultado obtenido. 
 
Personalmente hemos aprendido tanto Ruby on Rails como Ajax, y uno de los 
objetivos marcados al principio, era intentar que esta aplicación perteneciera al grupo 
de nuevas generaciones con Web 2.0 y personalmente, creemos que lo hemos 
conseguido. El inconveniente que de momento hay con Ruby es a la hora de buscar 
ayuda, ya que  cuando tienes algún problema no es sencillo encontrarlo.  Cada vez 
tiene más adeptos pero aún no está al nivel de php o java, a veces cuando tienes algún 
problema no es tan sencillo como googlear a ver si encuentras la solución de otro. 
Muchas veces encuentras lo que buscas pero en otras ocasiones funciona aquello de 
"quien quiera peces que se moje el culo". 
 
A la hora de implementar Ruby on Rails mantiene una idea muy clara, a parte de otras, 
“DRY”, o sea no te repitas, Ruby on Rails no esta hecho para copiar y pegar trozos de 
código en una misma aplicación, sino que si ya está implementado, se utiliza. Y si 
analizamos nuestro código llegamos a la conclusión de que hemos mantenido esa 
norma, aunque para nosotros ha resultado complejo ya que era nuestra primera 
aplicación grande e implementada en este lenguaje. 
 
Otro de los objetivos, era aplicar a la práctica todo lo aprendido en estos tres años de 
carrera y la verdad, se han aplicado  estos conocimientos en la fase de análisis, la fase 
de diseño y en la de implementación, así como gestionar un proyecto informático, 
asignando recursos y repartiendo las tareas que se habían de realizar en cada 
momento. 
 
Respecto al trato con el cliente, al principio a lo mejor éramos un poco permisivos ya 
que era la primera vez que nos encontrábamos en esa situación, pero en cuanto fue 
pasando el tiempo, y dominábamos más Ruby, ya íbamos viendo si eso era posible que 
lo realizáramos o no y pudimos enfocar el proyecto desde otro punto de vista. 
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La aplicación muestra todo de una forma clara y sencilla de entender para el usuario, 
usabilidad, ya que las pruebas que hemos hecho con amigos y compañeros ha tenido 
como resultado que  nadie a tenido problemas en entender como funciona la Web. 
 
Por último nos gustaría indicar que con este proyecto hemos aprendido a trabajar en 
equipo, mantener el trato con el cliente y organizarnos el tiempo, ya que los dos hemos 
estado trabajando en la duración de este proyecto. 
 
11.1  Futuras mejoras 
 
Como es normal, no hemos tenido tiempo ha realizar todo lo que nos hubiera gustado 
implementar. Hemos diseñado e implementado una aplicación acorde al tiempo del 
que disponíamos.  
 
1000pfoten es, ahora mismo, una red social útil, ágil y muy fácil para el usuario.  Para 
conseguir esto nos fijamos en otras redes sociales como Facebook y Dogster y nos 
propusimos hacer todo lo contrario a ellas. Sin embargo, hemos dejado la aplicación 
abierta a futuras ampliaciones como pueden ser: importar fotos del usuario de Flickr, 
subir videos directamente a Youtube desde nuestra aplicación o subirlos a la aplicación 
(si se deciden por esta opción) y crear un apartado donde protectoras de animales 
pudiesen colgar los perfiles de sus animales y poder hacer  recibir peticiones de 
adopción. 
 
Otra funcionalidad que estudiamos incorporar y que puede hacerse en un futuro si hay 
suficientes perfiles, historias etc. en la Web es un recomendador, la aplicación 
recomendaría a los usuarios  otros usuarios que tengan características comunes o vivan 
en la misma población o leer otras historias por ejemplo. 
 
En definitiva, en más de una ocasión hemos comentado que este es un proyecto que 
tiene una finalidad real, esto quiere decir que esta aplicación irá creciendo y se irán 
añadiendo nuevas funcionalidades, a parte de las comentadas anteriormente, y se 
mejoraran otras. 
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