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Introduction
Roborodentia is a robotics competition held every year at Cal Poly for students of all disciplines
to compete it. In previous years, alumni have been allowed to compete but this year was an even
playing field between students. In the competition, two robots go head to head in a different
course with a different task to complete each year. The winner of the competition wins $1000
while second and third win $600 and $400 respectively

Problem Statement

Figure 1: Roborodentia Course 2016
Figure 1 shows the layout for the competition in 2016. The goal of the competition is to get the
most points by gathering rings and putting them on scoring pegs. Each robot is designated one
side of the arena and cannot interfere with the other side. The robots must be smaller than
12”x12” at the beginning of the match but may expand to 14”x14” during the competition.
The robots are not allowed to be controlled by wireless signals during the match; they must be
fully autonomous.
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Each team has a set of primary rings and secondary rings to score from. The primary rings are
worth one point and the secondary rings are worth two points. The rings are worth twice as much
if put on scoring pegs #2 because there is a small bump that your robot has to navigate over to
access these rings. The center rings which are shared between the two sides of the arena will
triple the value of a whole scoring peg that it sits on. However, this is hard to achieve because
the other team may have already taken the rings.

Whichever robot scores the most points wins. You are allowed to restart your robot if a
malfunction happens in the middle of the competition but will be penalized for each subsequent
restart. Dropping rings will also result in a penalty. For a complete explanation of the
competition, visit
https://docs.google.com/document/d/1rYSVdBPb6dNHQXfgRWYkEfzj00706zCozCtoAm_0bv
4/pub .

Software
The approach for the robot was to be able to grab the rings where the robot starts from and
transfer them over to the scoring pegs #1. However, the mechanism to raise the claw up and
down was not working right the day of the competition, so my approach changed. I had the robot
start with a secondary ring for two points which falls under the rules of the competition. The
robot would take the ring to scoring pegs #1 and drop it for a score of two points. Since the claw
couldn’t raise up and down reliably, it wasn’t able to repeatedly score points, because it needs to
lower in order to grab more rings. This approach also takes advantage of the robots that makes
mistakes by not needed to go for multiple attempts.
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Figure 2: Simple Two Point Approach

Starting Robot
On starting the robot, I made the servo controlling the claw grip the ring in order to hold it. I
tested the rate at which the continuous servo would have to go at so it held the ring gently. Then
after a button press the robot would proceed to line follow.

Line Following

Figure 3: Line Following Setup
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The robot used four reflectance sensors in order to follow lines. The middle two were used to
stay on top of the line and the outer two where used to detect junctions. The approach was to
determine a reflectance value through testing and used it to compare to the actual values of the
sensors. Depending on the error, the robot rotates the other sides wheels at a slower rate. A large
error on the right inner sensor would cause the left wheels to slow down, or even go in reverse,
so that the robot will turn left in order to get the right sensor back on track.

Figure 4: Right Side Error Case

Figure 5: Left Side Error Case
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Turning
In order to make turn robot turn, I determined how long it took for the robot to turn in a direction
and point toward the line. The turn was slow and wide, which would end up pointing to the
correct location more consistently. Then the robot proceeds straight until it hits the line. Once it
hits the line the turn is considered done and the robot can proceed to its line following algorithm
again. It is important to test the time to turn on the same table material as the arena course
because a different amount of friction can affect the time to turn. A 180 turn was also
implemented but it didn’t make the final design the day of the competition.

Stop and End
Once the second junction was reached while counting junctions, the servos controlling the
wheels would be set to a neutral state. Normally this is 0 for continuous rotation servos but it
can differ by a point or two. Because of proper line following, the robot should be lined up with
the middle peg and ready drop the ring. The servo controlling the claw is set to the opposite
direction for a duration of time and then the robot program comes to an end after the ring is
dropped.

Hardware
The robot consists of six continuous rotation servos and 4 reflectance sensors. In order to
interface these components to the Arduino Mega, the Roboshield was used. Four of the servos
were used to control the wheels and the other two were used to control the claw. This shield has
eight groups of servo pins for signal, power and ground which the servos where plugged into.
There are also 14 analog inputs in which the reflectance sensors were plugged into. A 12 V
battery was used to power the Roboshield, which is regulated to 5V by the Mega to power the
servos.
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Figure 6: Hardware Block Diagram

Table 1: Component Interfacing
Component

Roboshield Port

Inner Left Reflectance Sensor

A0

Inner Right Reflectance Sensor

A1

Outer Right Reflectance Sensor

A2

Outer Left Reflectance Sensor

A3

Front Left Servo

S0

Back Left Servo

S1

Front Right Servo

S2

Back Right Servo

S3

Lift Servo

S4

Claw Servo

S5

Table 1 shows how my robot was interfaced with the Roboshield, but it is not specific to the
design. It is only important to match this if you want to reuse the code provided in the appendix.
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Reflectance Sensors
Reflectance sensors were used in for the robot in order to follow the electric tape on the course.
The ones chosen were the QTR-1A. In order for proper measurement, they were placed 5mm
away from the ground. Figure 7 shows the schematic for the reflectance sensors. Refer to the
line following section under software to see how these sensors are used in the robot.

Figure 7: Electrical Schematic of Reflectance Sensor
The reflectance sensor is a simple voltage divider but with an LED and a phototransistor. It
works because the light from the LED will bounce back into the phototransistor which will
control the analog voltage output of the voltage divider, between Vin and 0V. Vin is typically 5V.
This range correlates from 0 to 1024 in the Arduino library which is wide enough for accurate
calibration of the sensors. When the reflectance sensors were directly above the black electric
tape, it corresponded to an analog read value of above 700, which is around 3.4V at the Vout pin.
Table 1 above shows which Roboshield pin the Vout of the reflectance sensor is connected to.
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Servos
I chose continuous rotation servos with high torque for the design of the robot. These servos will
function to control the robot’s wheels instead of motors. Normal servos rotate to certain positions
by giving them an input. A diagram showing the makeup of a normal servo is shown below in
figure 8. The further away the position from the current one, the faster it will rotate. The
continuous rotation servo has no position feedback, so it works by setting the position to
something other than the middle position of 0. The higher the number, the faster the servo will
rotate, because it thinks it is still at the middle position. Of course, these servos can rotate in both
directions, allowing for reverse travel and precise turning. The other two servos were used to
control the movement of the claw.

Figure 8: Components of a servo.
The continuous rotation servo that was used for this robot has no position feedback. It works by
always assuming it’s at the middle position so the signal you give it just controls the speed it
rotates at. The further away the position is from 0, the faster the servo will rotate, because it
thinks it is always still at position 0. Of course, these servos can rotate in both directions,
allowing for reverse travel and precise turning.
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Mechanical Design
The robot was put together using 3D printed components. Hollow components where designed to
be able to fit servos into them and then able to be attached to a base platform via a peg insert.
These servo port designs also have a hole where wires can be fed through. The design for these
components are shown in figures 7 and 8 below. The wheels were also 3D printed. The
reflectance sensors where mounted on the bottom of the base platform by gluing cardboard to the
underside and impaling the pins into the cardboard. The cardboard allowed for the sensors to be
within the 6mm sensing distance, at approximately 5mm.

Figure 9: Servo Port Design

10

Figure 10: Robot Base Design

The reason for the toothed wheels were so that the robot would be able to get over the bump to
score double the points. However, the sensors mounted on the bottom were too close to the floor
and would be damaged by the bump. This could be fixed by putting the sensors in line with the
wheels so that they would raise when going over bump, but the shape of the 3D printed base
would not allow for that.
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Figure 11: Underside of Robot Showing Sensor Array
The Mega and the Roboshield were placed on top of the base platform, opposite of the
reflectance sensor array. The wires could easily be wrapped around the sides of the base in order
to be plugged into the shield.
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Figure 12: Mechanical Design of Robot

Claw Lift
In order to lift the claw, a threaded rod was attached to the servo by using the circular servo
head, a washer, and super glue. The washer was glued to the threaded rod which provided a
platform to glue it to the servo head. The claw was mounted by threading the rod through the big
hole in the back of the claw mount shown in figure 11, and was kept in place with two winged
nuts. The wing nuts where then locked in place by nails fitted through the smaller holes in the
claw mount and securing them in place with super glue and duct tape. By stopping the winged
nuts from rotating with the threaded rod, they will travel up and down the rod as it rotates by the
servo, causing the claw to move up and down with it. This effectively transformed the servo into
a linear actuator.

Figure 13: Robot Claw (source: https://www.sparkfun.com/products/13174)
The lift was kept in place with a wooden frame shown in figure 12. The wood that was used was
1.5 inches wide and .2 inches thick. The height of the frame is 8 inches. The two supports were
placed 1.5 inches apart.
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Figure 14: Wooden Frame for Lift
The wooden piece on the front of the lift is needed because when the claw gets near the top of
the threaded rod, it’s too front heavy to be supported and starts to lean forward. This counteracts
that so the claw stays straight up and down.
The last servo was used to control the opening and closing of the claw. It would either open and
close depending on the direction of rotation. This proved to be a problem because unlike a
normal servo it couldn’t lock the claw in a certain position that tightly holds onto a ring. In order
to grab the ring, the servo would have to be continuously trying to rotate, but no movement is
getting done so it probably lowered the life spin of the servo.
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Bill of Materials
Table 2: Bill of Materials
Part Name

Qty

Unit Cost

Cost

Arduino Mega

1

$

45.95

$

45.95

Roboshield

1

$

35.00

$

35.00

24"x1.5"X.2" Wooden Beam

1

$

2.00

$

2.00

QTR-1A Reflectance Sensor
(2-Pack)

2

$

4.25

$

8.50

Power HD Continuous
Rotation Servo AR-3606HB

6

$

14.95

$

89.70

12V Battery

1

$

16.99

$

16.99

Total
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$ 198.14

Note: 3D printing material not included in price.

Lessons Learned
I learned a lot from the Roborodentia competition. One, it takes a lot of time and dedication two
build a successful robot, something that was a bit lacking for this project. The biggest problem of
the design was the claw lift. It didn’t work as planned but the idea was sound. The use of super
glue was not sufficient for implementing the design; it could not support the torque of the servo.
After a couple test lifts, the super glue gave out. Also, the amount of time it takes for the servo to
actually lift the claw up and down was too much. It took around 40 seconds to completely scale
the scoring pegs. Using an actual linear actuator would have been much better.
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One thing that was good of the design was the 3D printed base and holder for the servos. The
robot travelled perfectly straight if lined up properly so it wouldn’t even have to rely that much
on line following to travel. However, I made the mistake of coupling a great 3D printed design
with not so great wood and duct tape. Next time the robot can be completely 3D printed which
would make for a very sturdy machine.
Another mistake I made was trying to change the robots code in between rounds. This made it
completely lose the second round because it didn’t function at all and for the next time I
uploaded the old code back to the robot.

Conclusion
Overall, this was a great experience. From the event, I saw how much time and effort the others
spent on their robots and got to compare my robot to theirs. It was interesting to see my robot
was able to beat others with much more complicated mechanisms, which goes to show that
complicated is not always the best. It was able to beat two teams because the robot was
successfully able to get two points while the other teams were penalized with mistakes. I learned
a lot and next time will be able to put those lessons to the test.
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Code
/********************************************************************************
Project: Roborodentia Robot
Names: Sean Yap and Tyler Mau
Date: 4/16/16
********************************************************************************/

#include <Wire.h>
#include <RoboShield.h>

#define MAX_MOTOR 60
#define MAX_ADC 720
#define ADJ_ADC 950
#define INTERSECT 600
#define CLOSE 7
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#define OPEN -5

RoboShield roboShield(0);
int sensor_1, sensor_2, sensor_3, sensor_4;
int err0 = 0, err1 = 0;
int left, right;
int junction = 0;
float adj = 0;

void setup() {
roboShield.setServo(0, 0); // Front Left
roboShield.setServo(1, 0); // Back Left
roboShield.setServo(2, -1); // Front Right
roboShield.setServo(3, -1); // Back Right
roboShield.setServo(4, 0); // Up/Down
roboShield.setServo(5, CLOSE); // Claw
roboShield.setServo(6, 0);

if (roboShield.buttonPressed())
roboShield.debuggingMode();
Serial.begin(9600);

while(!roboShield.buttonPressed()) {}

sensor_1 = roboShield.getAnalog(3);
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sensor_2 = roboShield.getAnalog(1);
sensor_3 = roboShield.getAnalog(0);
sensor_4 = roboShield.getAnalog(2);

adj = (float)MAX_MOTOR / (float)MAX_ADC;

err0 = ADJ_ADC - (int)sensor_2;
err1 = ADJ_ADC - (int)sensor_3;

right = MAX_MOTOR - (int)(err0 * adj);
left = MAX_MOTOR - (int)(err1 * adj);

roboShield.setServo(0, left); // Front Left
roboShield.setServo(1, left); // Back Left
roboShield.setServo(2, -right); // Front Right
roboShield.setServo(3, -right); // Back Right

delay(500);
}

void turn_right() {
roboShield.setServo(0, 100); // Front Left
roboShield.setServo(1, 100); // Back Left
roboShield.setServo(2, 100); // Front Right
roboShield.setServo(3, 100); // Back Right
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delay(1900);
roboShield.setServo(0, 100); // Front Left
roboShield.setServo(1, 100); // Back Left
roboShield.setServo(2, -100); // Front Right
roboShield.setServo(3, -100); // Back Right

do {
sensor_2 = roboShield.getAnalog(1);
sensor_3 = roboShield.getAnalog(0);
} while(sensor_2 < 500 && sensor_3 < 500) ;

}
void turn_left() {
roboShield.setServo(0, -100); // Front Left
roboShield.setServo(1, -100); // Back Left
roboShield.setServo(2, -100); // Front Right
roboShield.setServo(3, -100); // Back Right
delay(1300);
roboShield.setServo(0, 100); // Front Left
roboShield.setServo(1, 100); // Back Left
roboShield.setServo(2, -100); // Front Right
roboShield.setServo(3, -100); // Back Right
delay(300);
}
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void turn_around() {
roboShield.setServo(0, -100); // Front Left
roboShield.setServo(1, -100); // Back Left
roboShield.setServo(2, -100); // Front Right
roboShield.setServo(3, -100); // Back Right
delay(2650);
roboShield.setServo(0, 100); // Front Left
roboShield.setServo(1, 100); // Back Left
roboShield.setServo(2, -100); // Front Right
roboShield.setServo(3, -100); // Back Right
delay(300);
}

void loop() {
sensor_1 = roboShield.getAnalog(3);
sensor_2 = roboShield.getAnalog(1);
sensor_3 = roboShield.getAnalog(0);
sensor_4 = roboShield.getAnalog(2);

Serial.print(sensor_1);
Serial.print(" ");
Serial.print(sensor_2);
Serial.print(" ");
Serial.print(sensor_3);
Serial.print(" ");
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Serial.print(sensor_4);
Serial.println();

if (sensor_1 > INTERSECT && sensor_4 > INTERSECT && junction == 0) {
turn_right();
junction++;
//exit(0);
}

sensor_1 = roboShield.getAnalog(3);
sensor_2 = roboShield.getAnalog(1);
sensor_3 = roboShield.getAnalog(0);
sensor_4 = roboShield.getAnalog(2);

if (sensor_1 > INTERSECT && sensor_4 > INTERSECT && junction == 1) {
roboShield.setServo(0, 0);
roboShield.setServo(1, 0);
roboShield.setServo(2, 0);
roboShield.setServo(3, 0);
roboShield.setServo(5, OPEN);
delay(1000);
roboShield.setServo(5, 1);
junction++;
exit(0);
}
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adj = (float)MAX_MOTOR / (float)MAX_ADC;

err0 = ADJ_ADC - (int)sensor_2;
err1 = ADJ_ADC - (int)sensor_3;

right = MAX_MOTOR - (int)(err0 * adj);
left = MAX_MOTOR - (int)(err1 * adj);

// roboShield.setLED(roboShield.buttonPressed());
// roboShield.lcdClear();
// roboShield.lcdPrintf("HELLO\nTIME: %lu", millis());

roboShield.setServo(0, left); // Front Left
roboShield.setServo(1, left); // Back Left
roboShield.setServo(2, -right); // Front Right
roboShield.setServo(3, -right); // Back Right
roboShield.setServo(4, 0); // Up/Down
roboShield.setServo(5, CLOSE); // Claw
roboShield.setServo(6, 0);

}
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