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Resumen: Proyecto sobre la categoría 4-Legged de la Robocup sobre robótica. 
Participación en el equipo de la Universidad de Alicante, creación de su herramienta 
de definición de comportamientos y creación del site web del equipo. 
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1. INTRODUCCIÓN 
1.1. Marco del Proyecto 
Este proyecto tiene varios apartados fruto del trabajo de todo un año, más dos 
de preparación previa a tiempo parcial y discontinuo, para el equipo de robótica de la 
Universidad de Alicante del departamento DCCIA para el campeonato internacional de 
robótica Robocup. 
Como primer punto introduciremos la competición y la robótica. Este campeonato 
internacionalmente reconocido como uno de los más prestigiosos tiene la 
denominación de la Robocup, fútbol para robots. 
Después indicaremos las distintas labores y experiencias dentro del equipo, un 
equipo que ha tenido la participación de tres universidades españolas: Universidad de 
Alicante, Universidad de Murcia y Universidad de Madrid. 
Continuaremos con la parte principal del proyecto que ha sido el desarrollo de un 
software con interfaz gráfica de creación de conductas para los robots de forma visual 
para mayor facilidad de creación, mantenimiento, escalabilidad, etc. FSM Builder. 
Terminaremos con otra parte del proyecto que ha consistido en la elaboración 
del site web del equipo de la Universidad de Alicante. Un sitio web con base de datos 
que servirá de comunicación entre miembros del equipo y de fachada al mundo 
exterior para que conozcan la labor del equipo. 
Los objetivos del proyecto han sido fundamentalmente en investigar y desarrollar 
técnicas innovadoras en el campo de la robótica a través de los perros robots, de 
modo que después puedan llegar a ser aplicables en el tratamiento de robots. Mejorar 
el equipo aportando con el proyecto una mejoras considerables en el funcionamiento 
del sistema robótico. Representar a la Universidad de Alicante en la competición 
internacional de robótica más prestigiosa: ROBOCUP. Previo esto tiene lugar el 
GERMAN OPEN, competición más importante de ámbito europeo donde el equipo 
participó.  
 
1.2. La Robocup 
International RoboCup Es una organización internacional cuyo objetivo es 
fomentar la investigación para que repercuta en la sociedad. Con este propósito 
International RoboCup escogió el juego de futbol soccer y organiza anualmente: Robot 
World Cup Soccer Games and Conferences. Dicho evento es utilizado como base para 
proyectos educativos en diferentes universidades punteras de todo el mundo. 
La RoboCup nació en 1993 en Japón, fruto de la necesidad de un problema 
concreto, para así impulsar la investigación en robótica. Debido a la demanda de 
centros de otros paises, en 1996 la liga de fútbol robótico se internacionalizó. 
En la actualidad la RoboCup ha evolucionado mucho tecnológicamente, hasta el 
punto de que su lema es: "Para el año 2050, desarrollar un equipo de robots 
humanóides completamente autónomo, capaz de ganar al equipo humano campeón 
del mundo". 
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Figura 1. Investigadoras en plena competición 
 
Temas de investigación en RoboCup. Es un problema específico en donde 
una gran variedad de especialidades pueden ser integradas: sistemas multiagentes, 
aprendizaje distribuido, negociación y equilibrio de Nash, modelado de 
comportamientos cooperativos y competitivos, coordinación de actividades, 
razonamiento en tiempo real, modelos tradicionales para la segmentación de color, 
modelos basados en técnicas de inteligencia artificial para el reconocimiento de formas 
y la segmentación de color, estrategias de procesamiento de imágenes, control 
multivariable  y fusión multisensorial. 
Sony 4-Legged Robots. Es una liga de élite en la que solo participan aquellos 
equipos que pueden demostrar su capacidad científico-tecnológica. En esta modalidad 
de competición se utilizan los robots cuadrúpedos AIBO de Sony. Las principales 
áreas de investigación de la liga 4-Legged son: visión Artificial, localización, 
coordinación en Sistemas Multiagentes, locomoción, planificación, etc. 
 
 
Figura 2. Robots en la Robocup 
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2. EQUIPO UA 
2.1. Inicios 
Primavera 2003. En clase de la asignatura de Robótica del DCCIA se plantea la 
creación de un equipo para la Robocup propio de la UA con el profesor Miguel Cazorla 
que después nos acogió como tutor del proyecto. 
En unos inicios se planteó la idea de participar en la categoría pequeña lo que 
suponía la creación incluso de los robots, un proyecto similar al que lleva la 
Universidad de Girona. Después ante las dificultades mecánicas del proyecto se 
trasladó la idea a la categoría de 4-legged por tener ya el hardware especificado y 
dedicarnos a la IA que es la temática que más nos interesaba. La complejidad del 
proyecto por sus dimensiones produjo que Alicante tuviese una asociación con otras 
universidades españolas con los mismos intereses. 
2.2. Team Chaos 
Primavera 2003. En clase de la asignatura de Robótica del DCCIA se plantea la 
creación de un equipo para la Robocup propio de la UA con el profesor Miguel Cazorla 
que después nos acogió como tutor del proyecto. 
TeamChaos es un equipo que nació en 1999 con el nombre TeamSweden 
liderado por Saffioti. Desde el año 2002 la Universidad de Murcia también participa en 
el proyecto. Debido a la dificultad y rápida evolución de la robótica, en la actualidad 
son cuatro las univesidades que participamos en este proyecto. Universidad Örebro, 
Sweeden, Universidad de Alicante, Universidad de Murcia y Universidad Rey Juan 
Carlos de Madrid. 
 
Figura 3. Arquitectura del Equipo 
 
Nuestro proyecto se centró en el módulo de comportamientos basados en Fuzzy. 
La jerarquía de la máquina finita de estados era el nuevo módulo a implementar 
(HFSM) y que se comunicara con este módulo de comportamientos (HBM). Dentro del 
HFSM las máquinas de estados debían ser generadas desde nuestro software con la 
generación de código y makes para su compilación y correcto funcionamiento. 
2.3. Aportación 
Como hemos comentado anteriormente nuestra aportación ha sido continua en 
el equipo como parte destacable el software y el site web que explicaremos 
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posteriormente; pero la participación ha sido a estar con el equipo en las diferentes 
team meetings tanto en Alicante, Madrid, Murcia. Destacando también la ampliación 
del módulo HBM y creación de distintos roles centrándonos en el del portero que sirvió 
de aproximación para el portero. 
2.4. Competiciones 
El equipo participó en el campeonato europeo German Open 2005 en el que 
tuvimos el privilegio de asistir y ayudar al equipo con la creación de roles. Otras 
competiciones en las que el equipo ha participado ha sido la robocup de Osaka 2005 y 
a la competición nacional del Spanish Open en Granada este mismo año. Por lo tanto 
se consiguió el objetivo inicial de llegar a participar en la Robocup con la Universidad 
de Alicante. 
 
Figura 4. Investigadores de las universidades españolas en German Open 2005 
3. FSM BUILDER 
3.1. Objetivos 
La creación de nuevos comportamientos en el equipo (behaviors) era costosa y 
complicada de entender y mejorar. Cada comportamiento había que introducirse en el 
código e implementar a bajo nivel cada nueva conducta. Esto suponía un grave 
problema para el equipo no sólo por la dificultad en la creación de nuevos behaviors 
sino porque su implementación era difícil y oscura, el coste de mantenimiento de cada 
conducta era inmenso, suponía también una no escalabilidad y no modularidad, 
tampoco reusabilidad. También se hacía costoso el pasar de un investigador a otro el 
conocimiento de esas conductas. Para un nuevo investigador poder mejorar o añadir 
situaciones a las conductas era prácticamente una proeza. 
La solución ha esta situación era nuestra parte fundamental del proyecto, la  
herramienta Multiplataforma visual de diseño de autómatas para roles y generación de 
código asociado para los robots llamada FSM BUILDER. Esta herramienta solventará 
de una forma eficaz todos los problemas comentados anteriormente. 
3.2. Diseño 
Ahora pasaremos a explicar el diseño del software. Ante todo definiremos los 
conceptos de un autómata y cómo se han utilizado para esta situación. 
Un autómata (Finite State Machine) puede estar formado por estados, 
metaestados y transiciones. 
Un estado representa la ejecución de un jugador en un instante de tiempo 
cualquiera. Un estado es un conjunto de acciones (normalmente con alguna llamada a 
una conducta de bajo nivel) que el perro ejecuta. Contiene código C/OPENR) que se 
ejecutará cuando el aibo se encuentre en dicho estado. 
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Un metaestado es un estado que contiene un autómata (o subautómata). Puede 
estar formado por estados, transiciones o metaestados. Se permite definir 
Metaestados externos, es decir enlazar como un metaestado todo un automata 
exterior (un fichero .xas). Estos metaestados se guardan como un autómatas 
independientes y permiten referenciarlos desde distintos sitios de nuestro autómata 
actual o otros distintos, sin tener que duplicar código. De esta manera el 
mantenimiento se hace aún si cabe más eficiente (se puede imaginar como una 
subrutina). 
Una transición permite el cambio entre estados. Siempre tiene un estado inicial 
y otro final. Aquí, cuando hablamos de estado puede ser estado o metaestado 
(cualquier combinación E-M, E-E, M-E, M-M). Constan de dos partes. La primera es el 
test. Si el perro se encuentra en un determinado estado, comprobará las condiciones 
de test de todas las transiciones que parten de ese estado. Si alguno de los test de las 
transiciones devuelve verdadero, se pasará al estado final de la transición. Por ello, el 
código de test de una transición tiene que devolver un valor booleano, devolviendo 
cierto cuando queramos que cambie de estado. También podemos querer que se 
ejecute algún código en la transición, por ello podemos asociar un código a la 
transición Do. Si tenemos varias transiciones que parten del mismo estado y queremos 
que una se ejecute antes que la otra, haremos uso de la prioridad. A menor prioridad, 
antes se comprueba la condición de test de esa transición (es el orden de los if). 
Tened en cuenta que la primera que cumpla la condición de test es la que se usará 
para cambiar de estado. Hay que tener en cuenta que en un metaestado que contenga 
una transición de entrada esto significa que está accediendo directamente al estado 
inicial de este metaestado pero si el metaestado tiene una transición de salida significa 
que en cualquier estado en el que se encuentre de ese metaestado cuando se cumple 
la condición de esta transición va a salir del metaestado. Para simular que el 
metaestado tiene un proceso lineal y que sale sólo desde su último estado debemos 
hacer uso de las variables privadas del sistema.
Volviendo hacer atención en un metaestado se define como hemos comentado 
como un autómata en sí y debe cumplir los requisitos de un autómata. De hecho, 
nuestro autómata principal es un metaestado. Un autómata debe tener siempre un 
estado inicial, que es el que se ejecutará cada vez que entremos en este autómata. 
Imaginemos que nuestro autómata tiene dos metaestados y transiciones entre estos. 
Estamos en el estado inicial y se cumple la condición para pasar al otro estado. Es un 
metaestado, por lo que se empieza a ejecutar el subautómata. 
.  
Figura 5. Captura del software en funcionamiento 
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3.3. Implementación 
El software ha sido diseñado en Java ya que dentro del equipo se trabajaba con 
distintas plataformas MAC, Linux y Windows. Por este motivo se eligió este lenguaje 
además de seguir con la similitud del equipo ya que otras herramientas estaban 
también desarrolladas en Java. 
Hubo mucho trabajo de JSwing a todos los niveles para conseguir una interfaz 
gráfica e intuitiva. Para ello se trabajó con las clases de dicha librería pero en muchos 
casos se reimplementó una clase que heredara de su clase base que podría 
proporcionar JSwing como puede ser JPane, JTabbedPane, etc. Se utilizó JPane, 
JTabbePane, JInternalFrame, JTree, etc. Cabe destacar el enfoque de la captura de 
todos los eventos y el manejo del JInternalFrame que supuso algunas dificultades, así 
como el redibujado de las líneas de transiciones. También el JTree es una de las 
características de accesibilidad más valoradas del software ya que podemos 
introducirnos por los metaestados y ver el árbol que muestra nuestro autómata de 
forma clara y visual. 
Para todo el tratamiento de ficheros como son las guardas y cargas de ficheros 
de configuración se utilizó XML como codificación. Se trató mediante la librería de 
Java XML.SAX. Un proyecto se guarda en un directorio, con el nombre del proyecto 
(ese directorio es creado). Dentro de este directorio encontramos un fichero con 
extensión .xas (XML Aibo Strategy) que es un fichero XML que contiene la definición 
del autómata. También veremos varios ficheros temporales .cc con el código de los 
estados y las transiciones. Un ejemplo de código XML es el siguiente: 
<strategy stateCount=’29’ transitionCount=’20’metaStateCountName=’6’ 
stateCountName=’3’ transitionCountName=’8’ > 
<metastate name=’Center’ id=’1’ x=’675’ y=’262’ metaStateCountName=’1’ 
stateCountName=’3’ transitionCountName=’3’ initial=’1’ extern=’0’ > 
<state name=’KeepInArea’ id=’24’ x=’77’ y=’129’ initial=’1’ > </state> 
<state name=’Face’ id=’28’ x=’594’ y=’241’ initial=’0’> 
</state> 
<transition name=’BallCloseAndInArea’ id=’18’ x=’260’ y=’374’ 
priority=’1’ to=’28’ from=’24’ ></transition> 
<transition name=’BallFar’ id=’19’ x=’427’ y=’39’ priority=’1’ to=’24’ 
from=’28’></transition> 
</metastate> 
</strategy> 
En el fichero se guarda información de los estados, las transiciones y los 
metaestados. Estos últimos pueden contener a su vez más estados, transiciones y 
metaestados. Para cada elemento, guardamos su nombre, su identificador (único y se 
usa para identificar al fichero .cc) y su posición en la pantalla (los valores x e y). 
También se guarda información relativa a cada elemento: para las transiciones de qué 
estado a qué estado va y su prioridad; los estados también indica si es estado inicial; 
el metaestado si es externo con su path asignado. 
Se desarrollo todo en la plataforma Eclipse y al ser un proyecto colectivo se hizo 
utilización y aprendizaje del CVS. 
Sobre la implementación cabe destacar dos algoritmos importantísimos dentro 
del software: 
Algoritmo de verificación de autómatas. Es un algoritmo recursivo que nos 
informa si el autómata esta perfectamente constituido consiguiendo satisfacer todas 
las restricciones que tiene el autómata como qué todos los estados sean accesibles, 
que tengan un nombre unívoco, que un metaestado siempre tenga un estado inicial, 
etc. Este algoritmo puede ser utilizado sobre un único metaestado o sobre todo el 
autómata introduciéndose él en cada metaestado y verificándolo. También es capaz 
de buscar un metaestado externo y verificarlo. 
Algoritmo de generación de código. Este es el algoritmo importante ya que 
crea el código en C que corre sobre el robot. Es también un algoritmo recursivo que se 
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aplica si y sólo si el autómata está bien definido (primero hará un proceso de 
verificación para no intentar generar un autómata incorrecto). El código que genera es 
toda la lógica de navegación del autómata incrustando los trozos de código que el 
usuario puede ir insertando. Hay que destacar que el código base del que se partía fue 
mejorado para que fuera mejor y el software genera un código final mucho más 
eficiente así como su integración con la arquitectura del TeamChaos (sólo funcionan 
estos códigos con dicha arquitectura aunque el algoritmo de generación se podría 
variar para generar código independiente de la arquitectura). También hay que 
destacar que genera incluso los make globales a todos los roles para conseguir así 
una compilación de todos los comportamientos del equipo más automatizada. 
 
Figura 6. Ejemplo de código generado sobre el portero. 
 
Sobre la implementación tenemos que tratar también los distintos packages que 
se han realizado y sus funcionalidades. Se realizaron los siguientes: xml (para 
lectura/escritura de los .xas), help (para la ayuda), editor (para la gestión e interfaz 
gráfica de los editores a la hora de escribir el usuario código), classes (nivel más bajo 
de la aplicación donde se define conceptualmente un estado, metaestado, transición), 
generator (hereda de classes, su funcionalidad es generar el código final del robot) y 
gui (interfaz gráfica y clases que herendan de generator, también existen clases que 
contienen una de estas clases heredadas y que son la representación gráfica de las 
mismas). En un fichero externo a la documentación podemos apreciar el diagrama de 
clases del proyecto. 
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3.4. Uso 
Explicaremos su uso de forma breve. Aunque existe un manual de usuario 
también en el cd. Veámos los botones y menús con atajos de teclado. 
File. New permite crear proyectos (te crea una carpeta de proyecto con su 
fichero de configuración y todo lo necesario para su posterior generación de código). 
Rename para renombrar el proyecto entero. Open abrir un proyecto mediante su 
fichero de configuración .xas. Save para salvar los cambios (en todo momento te 
indica el software si hay algún metaestado que no esta salvado) y Save as para 
guardar el proyecto con otro nombre. Exit para salir del programa verificando si esta 
salvado o preguntando en caso contrario. Generate. Verify verifica si el metaestado 
en el que te encuetras es correcto. Verify all verifica todo el autómata. Generate 
genera el código final para el robot haciendo primero un verify all por si hubiese algún 
error no generara dicho autómata. Add. También accesible desde la barra de 
herramientas. State, MetaState, MetaState Extern, Transition para añadir al 
autómata dichos elementos. De forma muy intuitiva pinchas sobre que quieres añadir y 
después clickeas sobre la escena, la barra de estado te informa y ayuda a esta labor. 
En la transición clickeas sobre el origen, después destino y por último la posición de la 
transición. Sobre el externo primero eliges que fichero linkar y un luego su posición. 
Después podrás mover cualquier elemento y minimizarlo. También existe un evento de 
cancelación Cancel de crear cualquier elemento por si decides finalmente no crear el 
elemento seleccionado. Nos encontramos con variables privadas (Private Variables) 
que son globales a todo el autómata podemos determinar su nombre, su tipo en C, si 
es una variable o array y su valor inicial en caso de que no sea array. 
Tenemos una interfaz por solapas y puedes ir abriendo solapas por cada 
metaestado que tengamos para mayor comodidad. Todas se pueden expandir o cerrar 
excepto la del autómata original. Los nombres de los elementos deben ser nombres 
válidos para C por eso el sistema no te deja introducir caracteres que no cumplan 
dicha condición. Para cambiar de nombre a un elemento hay que darle al botón de 
OK. La X gráfica de los elementos significa si se desea eliminar el elemento con lo que 
ello conlleve. En el estado y en las transiciones existen unos botones de edición de 
código para que sea el desarrollador quien introduzca la acción que debe hacer el 
robot cuando pasa por dicho estado o transición (o la evalúa). En el estado existe otro 
botón de transformas de estado a metaestado siendo este estado el estado inicial 
del acabado de crear metaestado. En los metaestados tenemos la acción de expandir 
en un botón, es decir abrir en otro panel el subautómata para poder editarlo. Otra gran 
funcionalidad es el árbol totalmente sincronizado con la interfaz gráfica. El árbol nos 
permite visualizar el autómata por completo y navegar a través de él con muchísima 
comodidad. Existen videos con ejemplo en el proyecto donde se ve una demo. 
3.5. Conclusiones 
En definitiva se ha logrado el objetivo de la herramienta. Ahora existe una gran 
comodidad en la creación de roles, una facilidad de uso y comprensión de forma que 
otros investigadores pueden continuar el trabajo de sus predecesores. También 
permite su escalabilidad, reutilización, todo esto supone un coste mínimo en la fase de 
comportamientos del sistema. 
Mejoras. En el editor de código una ayuda que te informe de los métodos de 
bajo nivel así como las variables de bajo nivel para mayor comodidad del 
desarrollador. Mejorar la compilación de los metaestados externos pues ahora hay un 
conflicto de nombres en algunas situaciones que no los hacen tan usables. Hacer un 
visualizador en tiempo real de la ejecución de los estados (trace). Posibilidad de portar 
este entorno a otros como puede ser el módulo de la comunicación y su respectiva 
generación de código. 
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4. AURA RIA 
4.1. Objetivos 
Los objetivos con esta Rich Internet Aplication era la dar a conocer al equipo 
para conseguir sponsors publicitarios. También como almacén de datos para el grupo 
de investigación y para la información de resultados y eventos en tiempo real. Es decir, 
abrir el proyecto al exterior para mostrar todo lo que se está desarrollando. 
Se propuso la alternativa en Flash para hacer más llamativo el site pero con la 
base de datos MySQL lo que supuso el empleo de XML (de nuevo) y PHP para el 
lenguaje en el servidor.  
4.2. Diseño 
Se intentó abarcar todas las áreas necesarias en el grupo de investigación 
basándose en un estudio previo con nuestro tutor. El site quedó dividido en distintas 
secciones: noticias (para informar en el día a día de las novedades en el equipo), 
áreas (distintas áreas de investigación), proyectos (donde se encuentran los 
desarrollos dentro del grupo), publicaciones, personal, multimedia (información visual 
de los eventos mediante imágenes y videos), downloads (descargas), links (enlaces) y 
resultados en los cuales se puede seguir hasta en tiempo real la evolución de los 
encuentros. 
El site se decidió hacer en dos idiomas: español e inglés. Debía ser totalmente 
administrable de una forma sencilla y eficaz, sin necesidad de conocimientos de 
informática. Por lo que se realizó el CMS (Content Manager System) 
Se propuso la alternativa en Flash para hacer más llamativo el site pero con la 
base de datos MySQL lo que supuso el empleo de XML (de nuevo) y PHP para el 
lenguaje en el servidor.  
 
Figura 7. Gráfica del site. Front End. 
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4.3. Implementación 
Ante todo se diseño una estructura de base de datos para almacenar toda la 
información necesaria del site. 
 
Figura 8. Diagrama EER de la base de datos del site 
 
Después tenemos dos partes totalmente diferenciadas. 
El FRONT END, parte del cliente, de los internautas, la parte a la que tiene 
acceso todo el mundo. La implementación del código esta expresada en el gráfico 
pero consiste en extraer de la base de datos MySQL mediante una librería de objetos 
en PHP los datos y con ellos genera unos determinados XML. Los objetos creados en 
otra de las capas del proyecto en ActionScript produce que los datos sean 
recuperados desde la interfaz del cliente y visualizarlos en un entorno dinámico. 
 
Figura 10. Diagrama de funcionamiento del Front End 
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El BACK END o CMS, manejador de contenidos o parte para la administración, 
es de acceso restringido a los investigadores del equipo por lo que se accede 
mediante login y contraseña. Está desarrollado con HMTL, CSS, Javascript, PHP y 
MySQL. El funcionamiento es el siguiente desde la interfaz gráfica se hacen las 
peticiones de listar, eliminar, insertar o modificar registros de la base de datos; estas 
son recibidas por objetos PHP organizados por capas y herencia hasta llegar a los 
objetos que se encargan de manejar la base de datos MySQL donde se hacen las 
querys. 
 
 
Figura 11. Diagrama de funcionamiento del Back End 
 
4.4. Uso 
Cuando los administradores del site cambian cualquier detalle del site, al instante 
en el Front End se producen los cambios. También se puede informar a los usuarios 
del resultado online de los partidos. 
 
Figura 12. Ejemplo de actualización del site en la parte más interesante que información en 
tiempo real 
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4.5. Conclusiones 
Se consigue lo que se lograba con el site.  Sitio web dinámico, moderno, puntero 
en tecnología. Puro marketing. Facilidad de gestión de contenidos y gestión 
información del equipo. Se crean también expectativas a la hora de encontrar sponsor. 
Aunque hay que destacar que esta parte es un añadido optativo al proyecto ya 
que era la colaboración al equipo junto con la herramienta la verdadera esencia del 
proyecto. Este último punto ha sido un añadido para dotar al grupo de un servicio más 
el cual era necesario para poder dar imagen de lo que se está haciendo. 
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