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ixxKapitel 1
Einleitung
Die Garantie der Vertraulichkeit von Informationen gewinnt zunehmend gr¨ ossere Bedeu-
tung in neuen Anwendungsfeldern, die auf ﬂexiblem Austausch von Daten ¨ uber hetero-
gene Kommunikationsnetze angewiesen sind. Workﬂow- und eCommerce-Anwendungen
ben¨ otigen neben standardisierten Formaten zum Datenaustausch auch Infrastrukturen
und Technologien, die die Vertraulichkeit von Informationen f¨ ur die beteiligten Kommu-
nikationspartner gew¨ ahrleisten.
In den letzten Jahren setzt sich zunehmend XML (Extensible Markup Language) als stan-
dardisiertes Format zum Austausch und Speichern von Daten durch. XML erm¨ oglicht
die feingranulare, semantisch reiche und selbstbeschreibende Repr¨ asentation aller Arten
von strukturierten Daten und Dokumenten. In vielen Anwendungsf¨ allen ist es dabei sinn-
voll, ¨ oﬀentliche Informationen gemeinsam mit den dazugeh¨ origen empf¨ angerspeziﬁschen
und vertraulichen Informationen innerhalb eines XML-Dokuments zu repr¨ asentieren. Ein
Produktkatalog k¨ onnte so neben den allen zug¨ anglichen Artikelbeschreibungen auch die
vertraulichen Preislisten und Rabattstaﬀeln f¨ ur unterschiedliche Kundengruppen bein-
halten. Dazu ist es n¨ otig, verschiedene Teile eines Dokuments den jeweils gew¨ unschten
Empf¨ angern zug¨ anglich machen zu k¨ onnen, ohne dass diese in der Lage sind, die f¨ ur sie
nicht bestimmten Informationen einzusehen.
Heutzutage wird diese ben¨ otigte Abgrenzung und Vertraulichkeit entweder ¨ uber die Eta-
blierung sicherer Kommunikationskan¨ ale oder durch zentrale Zugriﬀskontrollverfahren rea-
lisiert. Sichere Kommunikationskan¨ ale verhindern, dass unbefugte Dritte w¨ ahrend des
Austauschs Einsicht in vertrauliche Daten erhalten. Zugriﬀskontrollverfahren hingegen
werden dazu eingesetzt, nur empf¨ angerspeziﬁsche Daten zugreifbar zu machen, zum Bei-
spiel ¨ uber Sichtkonzepte in Datenbanken.
Diese Technologien und Ans¨ atze sind aus verschiedenen Gr¨ unden problematisch. Oft
k¨ onnen Partner aufgrund ihrer Ausstattung, existierender Anwendungen oder der un-
verh¨ altnism¨ assig hohen Kosten f¨ ur eine Sicherung der Kommunikation nur ¨ uber ungesi-
cherte Kan¨ ale kommunizieren. Zugriﬀskontrollverfahren garantieren nur, dass empf¨ anger-
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relevante Daten weitergegeben werden, setzen aber die Verwendung sicherer Kommuni-
kationskan¨ ale zur Wahrung der Vertraulichkeit gegen¨ uber Dritten voraus. Zudem sind
sie nur einsetzbar, wenn eine zentrale Systemkomponente etabliert werden kann, die den
Zugriﬀ auf die f¨ ur die einzelnen Empf¨ anger relevanten Daten regelt. Dies ist aber in vielen
F¨ allen nicht m¨ oglich oder nicht erw¨ unscht. Zum Beispiel kann der Zugriﬀ auf alle zu einem
Gesch¨ aftsprozess geh¨ orenden Daten nicht ¨ uber Systemgrenzen hinweg kontrolliert werden.
Insbesondere ist es nicht m¨ oglich, die vertraulichen Daten f¨ ur verschiedene Empf¨ anger
innerhalb eines allen gleichermassen zug¨ anglichen Dokuments zu akkumulieren. Dadurch
wird die Realisierung komplexer Anwendungsszenarien – zum Beispiel verteilter Gesch¨ afts-
prozesse – unn¨ otig erschwert.
Um den Anforderungen solcher Anwendungsfelder gerecht zu werden, werden einfach zu
handhabende und ﬂexible Mechanismen ben¨ otigt, um den gesicherten, atomaren Aus-
tausch von vertraulichen Informationen f¨ ur verschiedene Empf¨ anger in oﬀenen Systemen
zu erm¨ oglichen.
Eine L¨ osung f¨ ur die oben aufgef¨ uhrten Probleme bietet die ﬂexible und feingranulare
Verschl¨ usselung von Teilen eines XML-Dokuments f¨ ur verschiedene Empf¨ anger (siehe Ab-
bildung 1.1).
Die Verschl¨ usselung dient dabei einerseits zur Wahrung der Vertraulichkeit gegen¨ uber
Dritten. Andererseits schr¨ ankt sie den Zugriﬀ auf die einem Empf¨ anger zugedachten
Informationen ein. Somit kombiniert sie die gew¨ unschten Eigenschaften eines sicheren
Kommunikationskanals mit denen der Zugriﬀskontrolle.
Die Modellierung vertraulicher Informationen f¨ ur unterschiedliche Empf¨ anger kann unter
Ber¨ ucksichtigung der obigen Anwendungsfelder nicht durch die Verschl¨ usselung ganzer
Dokumente erreicht werden, sondern diese muss auf sinnvolle Dokumentbestandteile an-
wendbar sein.
Das Fehlen von Schema-Informationen und/oder die Verwendung unterschiedlicher Sche-
mas in bestimmten Anwendungsgebieten erfordert Mittel zur ﬂexiblen, schema-unab-
h¨ angigen Beschreibung der zu verschl¨ usselnden Dokumentteile.
Ziel dieser Arbeit ist es daher, existierende Ans¨ atze auf ihre Verwendbarkeit zu untersuchen
und auf deren Basis eine Architektur zur ﬂexiblen Verschl¨ usselung von XML-Daten zu
entwerfen und zu realisieren.
Neben der Garantie der Vertraulichkeit existieren noch viele andere sicherheitsrelevan-
te Aspekte, wie zum Beispiel die Vertrauensw¨ urdigkeit von Informationen, deren Inte-
grit¨ at, oder die Sicherheit eines Gesamtsystems. Diese stellen keinen Schwerpunkt der
vorliegenden Arbeit dar und daher wird auf diese nur am Rande eingegangen. Ebenso
wird, wo m¨ oglich, auf existierende Sicherheits-Infrastrukturen, zum Beispiel Schl¨ ussel-
Infrastrukturen (PKI) zur¨ uckgegriﬀen, ohne diese gesondert zu diskutieren. Die Sicher-
heit der Endsysteme und der eingesetzten Infrastrukturen und die Einbettung der hier
vorgestellten Architektur und Verfahren in ein sicheres Gesamtsystem werden im Rahmen
dieser Arbeit nicht diskutiert, sondern vorausgesetzt.3
Abbildung 1.1: Darstellung eines teilweise verschl¨ usselten Dokuments4 KAPITEL 1. EINLEITUNG
In Kapitel 2 werden die f¨ ur diese Arbeit notwendigen Grundlagen besprochen. Zuerst wird
ein ¨ Uberblick ¨ uber sicherheitsrelevante Terminologien, Verfahren und Standards gegeben.
Danach werden die verwendeten XML-Technologien eingef¨ uhrt und der aktuelle Stand von
Entwicklung und Forschung dargelegt.
Darauf werden in Kapitel 3 die Anforderungen dargestellt, die bei der Erstellung der
Architektur im Vordergrund stehen. Diese Anforderungen sind anhand von Szenarien ent-
standen, die zuvor beschrieben werden und einen Eindruck von den Einsatzm¨ oglichkeiten
geben.
Danach folgt in Kapitel 4 eine Speziﬁkation zur Verschl¨ usselung von XML-Daten. Diese
umfasst die Deﬁnition eines XML Schemas zur Repr¨ asentation aller verschl¨ usselungsrele-
vanten Informationen und der zur Anwendung ben¨ otigten Verarbeitungsvorschriften. Der
Entwurf der Speziﬁkation wird unter Einbeziehung der zuvor dargestellten Anforderungen
ausf¨ uhrlich diskutiert. Zum Abschluss dieses Kapitels werden Wege aufgezeigt, wie die
verschl¨ usselten Daten gegen Manipulationen gesichert werden k¨ onnen und wie man grosse
Gruppen von Empf¨ angern verschl¨ usselter Daten unterst¨ utzen kann.
Dann wird die Architektur in Kapitel 5 systematisch entwickelt. Dies geschieht in zwei
Schritten. Im ersten Schritt wird eine generische erweiterbare Architektur zur Verarbei-
tung von XML-Daten speziﬁziert. Darauf aufbauend werden Komponenten beschrieben,
die zur Ver- und Entschl¨ usselung von XML-Daten dienen. Auch hier wird vor der Vor-
stellung der einzelnen Teile jeweils der Entwurfsprozess diskutiert.
In Kapitel 6 wird dann die prototypische Implementierung der Architektur aus Kapitel 5
vorgestellt. Die Ver- und Entschl¨ usselung von XML-Daten wird auf Basis der Speziﬁka-
tion aus Kapitel 4 realisiert. Danach werden einige Experimente vorgestellt, die anhand
des Prototypens durchgef¨ uhrt werden und die Leistungsf¨ ahigkeit und die Grenzen der
Architektur aufzeigen.
Schliesslich werden in Kapitel 7 die erzielten Ergebnisse zusammengefasst. Dann erfolgt ein
Ausblick auf m¨ ogliche Einsatzgebiete, Erweiterungen und zuk¨ unftige Forschungsgebiete f¨ ur
die erstellte Architektur und die Speziﬁkation zur Verschl¨ usselung.Kapitel 2
Grundlagen
Zun¨ achst werden in diesem Kapitel die f¨ ur die Arbeit wesentlichen Technologien und Ter-
minologien eingef¨ uhrt. Anschliessend wird der Stand der Forschung und Entwicklung auf
dem Gebiet dargestellt und in welcher Weise diese Arbeit darauf aufbaut.
2.1 Sicherheit
Ein Schwerpunkt dieser Arbeit ist die Verschl¨ usselung von Daten. Dies geh¨ ort zu dem brei-
ten Themenkomplex der Sicherheit. Weil die Verschl¨ usselung nicht vollst¨ andig losgel¨ ost
von den anderen Verfahren in diesem Bereich betrachtet werden kann, wird zun¨ achst ein
¨ Uberblick ¨ uber einen Teil dieses Komplexes gegeben.
Sicherheit wird nicht als ein gegebener oder einfach herbeizuf¨ uhrender Zustand aufgefasst,
sondern als ein Prozess. Dieser umfasst nicht nur die technischen Systeme, sondern alle
direkt und indirekt beteiligten Komponenten im weitesten Sinne, reicht also von den ein-
gesetzten Technologien bis hin zur Schaﬀung eines entsprechenden Sicherheitsbewusstseins
bei allen involvierten Personen.
Es gibt kein absolut sicheres System, sondern die erreichbare – oder gew¨ unschte – Sicher-
heit ist immer eine Abw¨ agung zwischen Aufwand und Nutzen. Dazu werden Sicherheits-
ziele gesetzt, die es zu erf¨ ullen gilt. H¨ auﬁg gesetzte Ziele sind dabei Vertraulichkeit und
Vertrauensw¨ urdigkeit.
Die Verschl¨ usselung von sensitiven Daten und/oder die Kontrolle des Zugriﬀs darauf sind
M¨ oglichkeiten zur Schaﬀung von Vertraulichkeit.
Vertrauensw¨ urdigkeit kann herbeigef¨ uhrt werden durch die Gew¨ ahrleistung von Datenin-
tegrit¨ at, Authentiﬁzierung und Nicht-Abstreitbarkeit.
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Datenintegrit¨ at garantiert, dass Daten gegen unbemerkte Manipulationen gesch¨ utzt wer-
den. Die Authentiﬁzierung dient der Zuordnung einer Identit¨ at zu einem Subjekt (z.B. ei-
ner Person, eines Dienstes). Die Nicht-Abstreitbarkeit gew¨ ahrleistet, dass Daten und/oder
durchgef¨ uhrte Aktionen eindeutig einem Subjekt zugeordnet werden k¨ onnen.
Die zur Erreichung der gesetzten Sicherheitsziele notwendigen Regeln und Vorschriften
werden in Form von Sicherheits-Richtlinien (engl. security policies) festgelegt. Diese
k¨ onnen alle Arten von technischen und organisatorischen Regeln umfassen, wie zum Bei-
spiel Zugang von Personen zu R¨ aumen oder die Verwendung gesicherter Kommunikati-
onsprotokolle.
Ein Schwerpunkte dieser Arbeit ist es, die Vertraulichkeit von XML-Daten mittels Ver-
schl¨ usselung zu gew¨ ahrleisten. Allerdings kann die Vertrauensw¨ urdigkeit nicht v¨ ollig los-
gel¨ ost betrachtet werden, weil erst durch die Verschr¨ ankung der verschiedenen Ziele ein
sicheres Gesamtsystem aufbaubar ist. Zum Beispiel n¨ utzt die Vertraulichkeit von Da-
ten f¨ ur sich allein genommen in einem solchen System nicht viel, wenn nicht eindeutig
nachvollzogen werden kann, wer diese Daten erzeugt hat und dass sie unver¨ andert sind.
Denn sonst k¨ onnten falsche oder verf¨ alschte Informationen Verwendung ﬁnden. Dabei gilt
immer, dass ein System nur so sicher ist, wie das schw¨ achste Glied in der Kette [1].
Die Sicherheit der Endsysteme und der eingesetzten Infrastrukturen und die Einbettung
der hier vorgestellten Architektur und Verfahren in ein sicheres Gesamtsystem werden im
Rahmen dieser Arbeit nicht weiter diskutiert, sondern vorausgesetzt. Allerdings sollte man
sich der Tatsache bewusst sein, dass diese bevorzugte Angriﬀsziele darstellen. Beispiele
sind Angriﬀe durch Social Engineering, direkten Zugriﬀ auf die noch unverschl¨ usselten Da-
ten oder durch Systemmanipulationen wie ein Austauschen/Einbringen von Komponenten
durch solche mit ”erweiterten“ oder geschw¨ achten Funktionen.
Im Folgenden werden verschiedene Verfahren vorgestellt, die zur Erreichung der oben
beschriebenen Sicherheitsziele eingesetzt werden k¨ onnen. Dabei stehen kryptograﬁsche
Verfahren im Vordergrund. Einen sehr guten und auch detaillierten ¨ Uberblick ¨ uber ver-
schiedene kryptograﬁsche Verfahren und Techniken wird in [2] gegeben.
2.1.1 Verschl¨ usselung
Verschl¨ usselung wird eingesetzt, um Vertraulichkeit gew¨ ahrleisten zu k¨ onnen.
Symmetrische Verfahren
Bei symmetrischen Verfahren wird zur Ver- und Entschl¨ usselung ein geteilter Schl¨ ussel
(engl. shared key) eingesetzt, der allen an der Kommunikation beteiligten Parteien be-
kannt ist, aber gegen¨ uber allen anderen geheim gehalten werden muss. ¨ Ublicherweise wird
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geteilter Schl¨ ussel bevorzugt, um ihn von anderen Arten von symmetrischen Schl¨ usseln
(s.u.) zu unterscheiden.
Eines der bekanntesten Verfahren dieser Art ist DES [2, Abschnitt 7.4], das heute aber als
nicht mehr sicher genug gilt, weil inzwischen ein Angriﬀ erfolgreich durchf¨ uhrbar erscheint,
bei dem der gesamte Schl¨ usselraum durchprobiert wird1 (engl. brute force attack). Ver-
wendet man DES aber im DES-ede-Modus [3] (auch Triple-DES oder 3DES genannt), so
gen¨ ugt es heutigen Sicherheitsanforderungen. Dabei werden statt eines Schl¨ ussels zwei
oder drei Schl¨ ussel hintereinander auf den Klartext angewendet, indem in einer ersten
Runde der Klartext mit dem ersten Schl¨ ussel verschl¨ usselt wird, dann in der zweiten Run-
de mit dem zweiten Schl¨ ussel entschl¨ usselt wird und schliesslich in einer dritten Runde
wieder eine Verschl¨ usselung mit dem dritten Schl¨ ussel erfolgt (daher auch die Bezeich-
nung ede – sie steht f¨ ur encrypt, decrypt, encrypt). Liegen nur zwei Schl¨ ussel vor, so wird
in der ersten und dritten Runde der gleiche Schl¨ ussel benutzt. Durch dieses Verfahren
vergr¨ ossert sich die Schl¨ usselst¨ arke entsprechend der Anzahl der verwendeten Schl¨ ussel.
Schl¨ usselst¨ arke und -l¨ ange
Man muss bei Schl¨ usseln allerdings die Schl¨ usselst¨ arke von der Schl¨ ussell¨ ange unterschei-
den. Bei DES-ede mit drei Schl¨ usseln betr¨ agt zum Beispiel die Schl¨ ussell¨ ange 192 Bits
(3 * 64 Bits), die Schl¨ usselst¨ arke ist aber nur 168 Bits (3 * 56 Bits), weil bei jeder Runde
8 Bits (Parit¨ atsbits) nicht in die Verschl¨ usselung eingehen [2, Abschnitt 7.4.2].
Asymmetrische Verfahren
Bei den asymmetrischen Verfahren besitzt jeder Teilnehmer zwei korrespondierende Schl¨ us-
selteile: einen ¨ oﬀentlichen Schl¨ ussel, der herausgegeben wird und einen privaten Schl¨ ussel,
der geheim gehalten werden muss. Diese Verfahren werden daher auch als PK-Verfahren
(engl. kurz f¨ ur public key) bezeichnet. Die Verschl¨ usselung erfolgt dabei mit dem ¨ offentli-
chen Schl¨ ussel des Empf¨ angers. Das Entschl¨ usseln kann ausschliesslich mit dem privaten
Schl¨ ussel dieses Empf¨ angers erfolgen. Der bekannteste Vertreter bei den asymmetrischen
Verfahren ist heute sicherlich RSA, das heute ab einer Schl¨ usselst¨ arke von 1024 Bits als
ausreichend sicher gilt [2, Abschnitt 8.2].
Um mit PK-Verfahren Daten ¨ ubermitteln zu k¨ onnen, muss man also zun¨ achst den ¨ oﬀent-
lichen Schl¨ ussel eines Empf¨ angers in Erfahrung bringen. Eine M¨ oglichkeit ist es nat¨ urlich,
direkt von jedem Empf¨ anger dessen Schl¨ ussel anzufordern, was aber bei oﬀenen Syste-
men mit wechselnden Kommunikationspartnern einen hohen Aufwand bedeutet. Eine
andere M¨ oglichkeit ist es, die von den meisten PKIs (s. Abschnitt 2.1.4) ¨ oﬀentlich zur
Verf¨ ugung gestellten Verzeichnisse heranzuziehen, die – ¨ ahnlich einem Telefonbuch – zu
Namen ¨ oﬀentliche Schl¨ ussel zuordnen. Dazu existiert heute jedoch kein standardisiertes
Verfahren und stellt eindeutig einen Mangel der existierenden Sicherheits-Infrastrukturen
f¨ ur oﬀene Systeme dar.
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Geheime Schl¨ ussel
Da sowohl geteilte als auch private Schl¨ ussel zur Gew¨ ahrleistung der Vertraulichkeit Drit-
ten nicht bekannt sein d¨ urfen, werden diese hier zusammenfassend als geheime Schl¨ ussel
bezeichnet [2, Abschnitt 13.2.1].
Kombination der Verfahren
Die symmetrischen Verfahren sind im Allgemeinen wesentlich schneller als die asymme-
trischen Verfahren (s. f¨ ur RSA [2, Abschnitt 8.2.3]). Das Hauptproblem bei den symme-
trischen Verfahren ist der sichere Austausch des gegen¨ uber Dritten geheim zu haltenden
Schl¨ ussels. Dieser Austausch kann zum Beispiel bei einem pers¨ onlichen Treﬀen oder per
vertrauensw¨ urdigem Boten erfolgen, was aber einen Medienbruch herbeif¨ uhrt. Eine Al-
ternative ist der Einsatz eines sicheren Verfahrens, das dieses Problem nicht hat. Dies ist
mit den asymmetrischen Verfahren gegeben.
Daher werden beide Verfahren h¨ auﬁg kombiniert. Dazu wird ein symmetrischer Schl¨ ussel
berechnet, mit dem die zu sch¨ utzenden Daten chiﬀriert werden. Die Berechnung eines sol-
chen Schl¨ ussels basiert dabei auf Zufallszahlen, die kryptograﬁschen Anspr¨ uchen gen¨ ugen
m¨ ussen [2, Kapitel 5]. Dieser wird dann ¨ ublicherweise als Sitzungsschl¨ ussel (engl. session
key) bezeichnet und mittels Verschl¨ usselung mit einem asymmetrischen Verfahren ausge-
tauscht (s. Abschnitt 2.1.3). Da Sitzungsschl¨ ussel im Allgemeinen wesentlich kleiner sind
als die zu verschl¨ usselnden Daten, kann dadurch viel Rechenzeit eingespart werden.
Strom- und Block-Chiﬀren
Sowohl symmetrische als auch asymmetrische Verfahren k¨ onnen als Strom- oder Block-
Chiﬀren zum Einsatz kommen [2, Kapitel 6, 7].
Die Strom-Chiﬀren verschl¨ usseln einen Klartext Bit f¨ ur Bit mittels einer zeitabh¨ angigen
Verschl¨ usselungs-Transformation. Block-Chiﬀren verschl¨ usseln dagegen den Klartext in
Bl¨ ocken fester L¨ ange mit einer ﬁxen Verschl¨ usselungs-Transformation.
Daher sind Strom-Chiﬀren geeigneter zur Verschl¨ usselung kontinuierlicher Datenstr¨ ome.
Insbesondere bei Media-Daten (wie z.B. Video) und anderen Anwendungen, in denen die
Latenzzeit eine wichtige Rolle spielt, wird es gew¨ unscht oder sogar ben¨ otigt, die Daten
sofort verschl¨ usseln zu k¨ onnen, ohne das Erreichen einer Blockgrenze abwarten zu m¨ ussen.
Da bei XML-Daten nicht von einem kontinuierlichen Datenstrom ausgegangen wird, wer-
den datenstrom-orientierte Verfahren hier nicht weiter betrachtet.
Modus und Padding
Zur Verschl¨ usselung mittels Block-Chiﬀren wird der Klartext in Bl¨ ocke gleicher L¨ ange un-
terteilt und jeder dieser Bl¨ ocke einzeln verschl¨ usselt. Zum Beispiel hat das oben erw¨ ahnte
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aufgrund der ﬁxen Verschl¨ usselungs-Funktion zu gleichen Eingabe-Bl¨ ocken immer die sel-
ben Ausgabe-Bl¨ ocke erzeugt werden. Dies bringt etliche Nachteile mit sich [2, Abschnitt
7.2.2(i)], die durch die Verwendung eines anderen Modus vermieden werden k¨ onnen. Der
in dieser Arbeit verwendete Modus wird als Cipher-block Chaining-Modus (kurz CBC-
Modus) bezeichnet [2, Abschnitt 7.2.2(ii)]. Er ben¨ otigt als Eingabe eine Initialisierungs-
vektor (kurz IV) in der L¨ ange eines Blocks. Der erste Block des Klartextes wird mit dem
IV mittels der XOR-Operation verrechnet und dieses Ergebnis verschl¨ usselt. Der ver-
schl¨ usselte Block wird ausgegeben und zus¨ atzlich mit dem n¨ achsten Block des Klartextes
mittels XOR verrechnet, bevor dieser verschl¨ usselt wird und so weiter. Dadurch sind die
einzelnen Bl¨ ocke der Ausgabe vom jeweils vorherigen Block abh¨ angig und der erste Block
vom IV.
Weil ein Block-Chiﬀre immer nur Bl¨ ocke gleicher L¨ ange verschl¨ usseln kann, muss der letzte
Block eines Klartextes bei Bedarf aufgef¨ ullt werden. Dazu ben¨ otigt man ein reversibles
Verfahren, damit bei der Entschl¨ usselung die aufgef¨ ullten Zeichen wieder entfernt werden
k¨ onnen. Ein solches wird als Padding-Verfahren bezeichnet.
Verschl¨ usselungs-Schema
Ein Sicherheits-Schema kombiniert kryptograﬁsche Verfahren und andere Techniken, um
ein gesetztes Sicherheitsziel zu erreichen [4, Abschnitt 6]. Die Speziﬁkation der Schemas
ist dabei soweit wie m¨ oglich applikationsunabh¨ angig.
Ein Verschl¨ usselungs-Schema kombiniert also Verfahren, die, zusammen eingesetzt, die
Vertraulichkeit gew¨ ahrleisten k¨ onnen. Im Falle eines Block-Chiﬀres besteht ein Ver-
schl¨ usselungs-Schema zum Beispiel aus einem Verschl¨ usselungs-Verfahren, einem Modus
und einem Padding-Verfahren.
Solche Sicherheits-Schemas werden zum Beispiel in CMS [5] (das ein Nachfolger von
PKCS #7 [6] ist) und PKCS #1 [4] speziﬁziert. Sie beschreiben, wie Daten ver- und
entschl¨ usselt werden m¨ ussen und wie diese zu kodieren sind, damit sie austauschbar sind.
2.1.2 Signaturen
Digitale Signaturen sind ¨ uberpr¨ ufbare Bitfolgen und werden zu vielf¨ altigen Zwecken ein-
gesetzt. Die gebr¨ auchlichsten sind die Authentiﬁzierung, die Gew¨ ahrleistung der Daten-
integrit¨ at und die Nicht-Abstreitbarkeit [2, Kapitel 11].
Eine Signatur entsteht in zwei Schritten: Zun¨ achst werden die zu signierenden Daten
einer kryptograﬁschen Einwegfunktion (engl. hash function) ¨ ubergeben, deren Ergebnis ein
”Fingerabdruck“ (engl. message digest) fester L¨ ange der Eingangsdaten ist [2, Abschnitt
9.4]. Dieser Wert wird wiederum mit dem privaten Schl¨ ussel des Absenders verschl¨ usselt.
Nur dieser verschl¨ usselte Wert wird als Signatur gespeichert.
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des Absenders, wozu PKIs (s. Abschnitt 2.1.4) verwendet werden k¨ onnen. Dann wendet
der Empf¨ anger die gleiche Einwegfunktion auf die Daten an und vergleicht das Ergebnis
mit dem Wert der mitgesendeten Signatur, der durch den ¨ oﬀentlichen Schl¨ ussel des Ab-
senders zuvor entschl¨ usselt wird. Sind beide identisch, so wird als sicher angenommen,
dass der Absender somit identiﬁziert wurde, er diese Daten willentlich signiert hat – also
unabstreitbar Kenntnis von ihnen hat – und dass sie nicht verf¨ alscht wurden.
Signaturverfahren bestehen also aus zwei Teilen: einer kryptograﬁschen Einwegfunktion
und einem PK-Verfahren. Die Sicherheit einer Signatur h¨ angt daher von beiden direkt ab.
Bei den PK-Verfahren k¨ onnen die gleichen wie bei der Verschl¨ usselung genutzt werden.
Eines der bekanntesten Verfahren zur Berechnung einer kryptograﬁschen Einwegfunktion
ist MD5 [7], das aber aufgrund bekannt gewordener Schw¨ achen immer mehr von SHA1 [8]
abgel¨ ost wird.
Der Einsatz von Verschl¨ usselungs- und Signaturverfahren ist unabh¨ angig voneinander
m¨ oglich und damit sind diese vollst¨ andig orthogonal zueinander. Im Rahmen dieser Arbeit
werden Wege aufgezeigt, wie die Eigenschaften von Signaturen eingesetzt werden k¨ onnen,
um die verschl¨ usselten XML-Daten vor Manipulationen zu sch¨ utzen.
2.1.3 Schl¨ usselaustauschverfahren
Zum Austausch von Schl¨ usseln k¨ onnen verschiedene Schl¨ usselaustauschverfahren zum Ein-
satz kommen [2, Kapitel 12]. Dabei wird zun¨ achst zwischen Schl¨ usseltransportverfahren
und Schl¨ usselvereinbarungsverfahren unterschieden.
Bei den Schl¨ usseltransportverfahren wird ein Schl¨ ussel mittels eines symmetrischen oder
asymmetrischen Verfahrens verschl¨ usselt und dem oder den Empf¨ angern zur Verf¨ ugung ge-
stellt. Dabei unterscheidet man wiederum zwischen zwei Arten von Schl¨ usseltransportver-
fahren. Ein Schl¨ usseltransport ausserhalb des Kommunikationsbandes ist gegeben, wenn
zur Erlangung des Sitzungsschl¨ ussels, der zur Entschl¨ usselung der Daten ben¨ otigt wird,
eine von der ¨ Ubertragung der verschl¨ usselten Daten getrennte Kommunikation ben¨ otigt
wird. Ein Beispiel daf¨ ur ist, wenn ein Empf¨ anger ein mit einem Sitzungsschl¨ ussel ver-
schl¨ usseltes Dokument per eMail zugesendet bekommt und die zur Entschl¨ usselung be-
n¨ otigten Schl¨ ussel in weiteren Mails. Im anderen Fall ist ein Schl¨ usseltransport inner-
halb des Kommunikationsbandes gegeben. Zum Beispiel beinhaltet also die Mail mit den
verschl¨ usselten Daten auch die ben¨ otigten Sitzungsschl¨ ussel und diese k¨ onnen ohne eine
weitere Kommunikation direkt verwendet werden.
Bei den Schl¨ usselvereinbarungsverfahren wird dagegen nicht der Schl¨ ussel selbst transpor-
tiert, sondern nur Informationen, die es den Empf¨ angern erm¨ oglichen, daraus den Schl¨ ussel
als eine Funktion dieser Informationen abzuleiten. Auch sie k¨ onnen auf symmetrischen
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2.1.4 Schl¨ ussel-Infrastrukturen
Es existieren mehrere Arten von Schl¨ ussel-Infrastrukturen. Weil sie im Rahmen dieser
Arbeit nicht direkt verwendet werden, wird hier nur kurz auf hierarchische Public-Key-
Infrastrukturen (kurz PKIs) und Zertiﬁkate eingegangen.
Eine PKI ist die Gesamtheit aller Komponenten (Hardware wie auch Software), Prozes-
se, Konzepte und Richtlinien, die ben¨ otigt werden um digitale Zertiﬁkate zu erstellen,
zu verwalten, zu speichern, zu verteilen und zur¨ uckzuziehen [9]. Eine wichtige Kompo-
nente einer PKI ist die Zertiﬁzierungsinstanz (engl. Certiﬁcation Authority, kurz CA),
die digitale Zertiﬁkate ausstellt, indem sie ein solches mit ihrem privaten Schl¨ ussel unter
Anwendung eines asymmetrischen kryptograﬁschen Verfahren signiert.
Ein digitales Zertiﬁkat ist also ein durch eine Signatur beglaubigtes Dokument. Es enth¨ alt
dabei mindestens einen innerhalb einer CA eineindeutigen Namen, einen zugeordneten
¨ oﬀentlichen Schl¨ ussel, ein Verfallsdatum und eine digitale Signatur, die von der CA ver-
geben wird. F¨ ur Zertiﬁkate hat sich dabei das X.509-Format etabliert [10], wodurch eine
sehr gute Interoperabilit¨ at gegeben ist.
Der eineindeutige Name (engl. distinguished name, kurz DN) in einem solchen Zertiﬁkat
entspricht dem X.500-Standard [11]. Er besteht aus mehreren Feldern, die eine festgelegte
Semantik haben und ¨ uber ein K¨ urzel adressiert werden. Da dieser Name auf der Traversie-
rung einer Baumstruktur beruht, ist er strikt hierarchisch aufgebaut. Zum Beispiel besteht
der DN ”CN=Liese Schuster, OU=PERSONAL, O=Corp, C=DE“ aus vier Feldern: der
Name des Besitzers ist Liese Schuster (CN: common name), sie arbeitet in dem Bereich
PERSONAL (OU: organizational unit) der Firma Corp (O: organization) in Deutschland
(C: country). Ein DN adressiert jeden Benutzer innerhalb einer CA eindeutig. Somit kann
zu einem Zertiﬁkat eindeutig ein Benutzer zugeordnet werden.
Diese digitalen Zertiﬁkate k¨ onnen von ihren Eigent¨ umern f¨ ur die Verschl¨ usselung und/oder
Signierung von Daten verwendet werden.
Wenn man der PKI dahingehend vertraut, dass sie bei der Vergabe des Zertiﬁkats gen¨ ugend
sorgsam war und die Identit¨ at des Besitzers ausreichend gepr¨ uft hat, kann man die G¨ ultig-
keit eines Zertiﬁkats und die Identit¨ at seiner Besitzers veriﬁzieren, indem man die Signatur
des Zertiﬁkats mit dem ¨ oﬀentlichen Schl¨ ussel der CA veriﬁziert.
Es gibt allerdings einige grunds¨ atzliche Sicherheitsbedenken im Zusammenhang mit PKIs,
die in [12] dargestellt sind. Aber aufgrund mangelnder Alternativen werden sie heute breit
eingesetzt, zum Beispiel um die Identit¨ at von Web-Servern zu garantieren.
Eines der Hauptprobleme bei PKIs ist die sichere R¨ ucknahme von kompromittierten Zer-
tiﬁkaten. Dazu gibt es zwei verbreitete M¨ oglichkeiten: Zum einen Zertiﬁkats-R¨ ucknahme-
Listen (engl. Certiﬁcate Revocation Lists, kurz CRLs), die in regelm¨ assigen Abst¨ anden
abgerufen werden m¨ ussen, um zur¨ uckgezogene Zertiﬁkate erkennen zu k¨ onnen [10] und
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ner Zertiﬁkate [13]. Werden diese Optionen von den Empf¨ angern nicht wahrgenommen
oder bekommen sie durch einen gezielten Angriﬀ diese Informationen nicht mehr, so kann
keine ¨ Uberpr¨ ufung der G¨ ultigkeit eines Zertiﬁkats erfolgen.
2.1.5 Sicherheitsprotokolle auf Transportebene
Zur Sicherung der Transportebene k¨ onnen kryptograﬁsche Verfahren eingesetzt werden.
Eines der bekanntesten Sicherheitsprotokolle im Internet ist das auf TCP aufsetzende
SSLv3 [14]. Obwohl es kein oﬃziell verabschiedeter Standard ist und mit TLS [15] seit
Januar 1999 ein darauf aufbauender oﬃzieller Standard existiert, hat es heute – im Ge-
gensatz zu TLS – eine grosse Verbreitung erreicht. Es wird sowohl zur Absicherung
der Daten¨ ubertragung bei verschiedenen Anwendungsprotokollen (z.B. HTTP, SMTP,
POP, TELNET) als auch zur (gegenseitigen) Authentiﬁzierung mittels Zertiﬁkaten (s.
Abschnitt 2.1.4) eingesetzt.
Sowohl die SSLv3 Speziﬁkation als auch das Protokoll als solches und einige Implemen-
tierungen wurden mehrfach durch Kryptografen ¨ uberpr¨ uft und gelten insgesamt – bei
Beachtung einiger Feinheiten – als sicher [16], vorausgesetzt ein entsprechend starker Mo-
dus wird verwendet. Zum Beispiel wurde der fr¨ uher ¨ ubliche Standard-Modus ausserhalb
der USA namens ”40-bit RC4“ bereits 1995 gebrochen2.
Allerdings kann durch den Einsatz dieses Verfahrens in modernen heterogenen Umge-
bungen keine Ende-zu-Ende-Sicherheit gew¨ ahrleiset werden (s. Abschnitt 3.1.7). Zudem
erfolgt die Verteilung ausschliesslich Punkt-zu-Punkt, wodurch Szenarien mit grossen
Empf¨ angergruppen problematisch sind (vergl. Abschnitt 3.1.2). Ausserdem wird immer
die gesamte Kommunikation verschl¨ usselt. Dies ist wegen des daf¨ ur ben¨ otigten Aufwands
an Ressourcen vor allem dann ¨ argerlich, wenn nur ein kleiner Teil der Daten vertraulicher
Natur ist und einer Sicherung bedarf. Ein weiteres Problem, das mit diesen Verfahren
nicht gel¨ ost werden kann, ist, dass die gesichert ¨ ubertragenen Daten auf den Endsystemen
immer nur unverschl¨ usselt vorliegen und direkt einsehbar sind. So ist z.B. die Voreinstel-
lung bei Microsofts Internet Explorer so gew¨ ahlt, dass per SSL empfangene Daten auf
der Festplatte gepuﬀert werden. Hat man Zugriﬀ auf den Rechner, so ist es meistens ein
Leichtes, die Daten im Klartext von der Festplatte auszulesen.
In manchen F¨ allen bietet es sich allerdings auch an, die bereits verschl¨ usselten Daten auf
einer gesicherten Transportschicht zu ¨ ubertragen. Durch diese Kombination erg¨ anzen sich
diese Verfahren, so dass z.B. per SSL eine gegenseitige Authentiﬁzierung stattﬁnden kann,
bevor die verschl¨ usselten Daten ¨ ubertragen werden.
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2.1.6 Zugriﬀskontrolllisten
Zugriﬀskontrolllisten (engl. access control lists, kurz ACLs) sind ein g¨ angiger Weg, um
Daten nur berechtigten Personen zug¨ anglich zu machen. Im Gegensatz zu den in diesem
Kapitel bisher vorgestellten Techniken ist dies die einzige, die nicht auf dem Einsatz kryp-
tograﬁscher Verfahren beruht. Bei ACLs werden zu den Daten die Menge der Subjekte
mit ihren jeweiligen Rechten (z.B. Lesen, Schreiben, L¨ oschen) als Metadaten annotiert
(Subjekt-Privileg-Objekt-Modell). Subjekte sind dabei alle Teilnehmer in einem System,
die identiﬁziert werden sollen, wie z.B. Personen, Maschinen oder Prozesse. Die Subjekte
werden dabei h¨ auﬁg zu Gruppen- oder Rollen zugeordnet und diese dann in die ACLs
aufgenommen, um den Pﬂegeaufwand zu begrenzen.
Mit ACLs wird also auch eines der Ziele der Verschl¨ usselung angestrebt, n¨ amlich Vertrau-
lichkeit zu gew¨ ahrleisten. Dabei wird allerdings ein anderer L¨ osungsweg eingeschlagen,
n¨ amlich den der Datenvermeidung. Das heisst, dass jeder Benutzer sich vor oder bei einem
Zugriﬀ authentiﬁzieren muss und nur die Daten zu sehen bekommt, f¨ ur die er berechtigt
ist. Ansonsten wird der Zugriﬀ verweigert oder der Sichtbarkeitsbereich der Daten auf die
erlaubte Menge reduziert. Im Idealfall weiss der unberechtigte Benutzer nicht einmal, an
welchen Stellen seine Sicht auf die Daten eingeschr¨ ankt ist.
Einer der Hauptvorteile dieser Technik gegen¨ uber der Verschl¨ usselung ist, dass die Sicht
der Daten sehr dynamisch ver¨ andert werden kann. Sobald eine Person aus der ACL
entfernt wurde, kann sie die Daten nicht mehr zugreifen, wohingegen das nachtr¨ agliche
Zur¨ uckziehen eines Schl¨ ussels mit Problemen behaftet ist (s. Abschnitt 2.1.4). Zudem
ist die Verwaltung von grossen Gruppen mit vielen Subjekten einfach m¨ oglich, was bei
kryptograﬁschen Verfahren zu einigen Problemen f¨ uhrt (vergl. Abschnitt 4.4).
Der Nachteil ist allerdings, dass die Daten nur an das authentiﬁzierte Subjekt ¨ ubermittelt
werden d¨ urfen (Punkt-zu-Punkt) und dass garantiert werden muss, dass kein Angrei-
fer mitlesen kann (zum Beispiel w¨ ahrend des Transfers der Daten). Damit harmonieren
ACLs ausgezeichnet mit Verfahren zur Sicherung der Transportschicht (s. Abschnitt 2.1.5.
Ausserdem wird ein geschlossenes System vorausgesetzt, in dem jeder Benutzer vor dem
Zugriﬀ registriert sein muss.
2.2 XML-Standards und -Technologien
Im Rahmen dieser Arbeit werden intensiv verschiedene XML-Technologien benutzt. Die
f¨ ur diese Arbeit wesentlichen Begriﬀe und Standards werden im Folgenden kurz vorgestellt.
Einzelne Punkte werden ausf¨ uhrlicher behandelt, wenn sie sp¨ ater eine wesentliche Rolle
spielen, um die Ausf¨ uhrungen in der Arbeit verfolgen zu k¨ onnen.
Auf Schw¨ achen der verwendeten XML-Speziﬁkationen und -Technologien wird sp¨ ater in
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2.2.1 XML
Die Extensible Markup Language (XML) [17] ist eine Vereinfachung von SGML [19]. Sie
beschreibt eine Klasse von Datenobjekten, die XML Dokumente genannt werden. Im
Weiteren wird auch kurz von Dokumenten gesprochen, wenn klar ist, was gemeint ist.
Ein Datenobjekt ist ein XML-Dokument, wenn es aus wohlgeformtem (engl. well formed)
Text besteht. Das heisst, es gen¨ ugt speziﬁschen Syntax- und Strukturregeln. Ein einfaches
Beispiel f¨ ur ein wohlgeformtes XML-Dokument ist:
<?xml version="1.0"?>
<wurzel attribut="wert">
<kind>Text</kind>
<kind/>
</wurzel>
Ein XML-Dokument hat eine physikalische und eine logische Struktur. Auf der logischen
Ebene besteht ein Dokument aus Deklarationen, Elementen, Kommentaren und noch eini-
gen anderen, die jeweils durch eine spezielle Auszeichnung (engl. markup) erkennbar sind.
Das obige Beispiel beginnt mit dem sogenannten Prolog eines XML-Dokuments. Dieser
darf unter gewissen Voraussetzungen auch entfallen.
Von Interesse sind hier vor allem die Elemente. Sie beginnen immer mit einer Startmar-
kierung (engl. start tag) in der Form <NAME> und enden mit der korrespondierenden
Endmarkierung (engl. end tag), die die Form </NAME> hat. Enth¨ alt ein Element keinen
Inhalt, so ist es erlaubt, direkt eine leere Element-Markierung der Form <NAME /> zu
verwenden, wie oben im Beispiel beim zweiten Element mit dem Namen kind gezeigt.
Ein Element kann wiederum Attribute beinhalten. Attribute bestehen aus einem Namen
und einem zugeh¨ origen Wert. Im obigen Beispiel enth¨ alt das wurzel-Element ein Attribut
mit dem Namen attribut und hat den zugeh¨ origen Wert wert.
In einem Dokument gibt es genau ein Element, das nicht innerhalb irgendeines anderen
Elements liegt. Dies wird Wurzel-Element genannt und ist im obigen Beispiel das Element
mit dem Namen wurzel. Jedes Element bis auf dieses beﬁndet sich innerhalb genau eines
anderen Elements. Dadurch bilden die Elemente eine strikt hierarchische Struktur, die
auch als Baum dargestellt werden kann. Im Beispiel liegt das Element mit dem Namen
kind innerhalb des wurzel-Elements und beinhaltet selber kein weiteres Element. Es ist
also ein Blatt des Baumes. Wie oben gezeigt, kann ein Element auch Text als hierarchisch
untergeordnete Daten beinhalten.
Ein Teil eines Dokuments, der im Sinne von XML selbst aus sinnvollen Einheiten be-
steht, wird hier als XML-Daten bezeichnet – dies kann auch ein ganzes XML-Dokument
umfassen.2.2. XML-STANDARDS UND -TECHNOLOGIEN 15
Zudem ist XML eine Dokumenten-Auszeichnungssprache, mit der eine semantische Be-
schreibung der beinhalteten Daten erm¨ oglicht wird. Auch hierzu ein kurzes Beispiel:
<?xml version="1.0"?>
<personen>
<person>
<name>Priewe</name>
<vorname>Arne</vorname>
</person>
</personen>
Die Bedeutung der Inhalte der Elemente name und vorname sind durch die Auszeichnung
sofort klar. Zudem kann man auch sofort sehen, dass es sich dabei um den Namen ei-
ner Person handelt, weil er einem person-Element untergeordnet ist. Nat¨ urlich ist die
semantische Aussagekraft von XML-Daten abh¨ angig von der Qualit¨ at ihrer Modellierung.
Zus¨ atzlich gibt XML die Mittel an die Hand, um Grammatiken zu erstellen, die speziﬁ-
schere Klassen von Dokumenten deﬁnieren. Eine solche Grammatik wird als Dokument-
Typ-Deﬁnition (DTD) bezeichnet. Gen¨ ugt ein Dokument einer speziﬁschen DTD, so ist
es zu ihr valide. Die Validierung eines Dokuments kann durchgef¨ uhrt werden, indem man
das Dokument und die Grammatik einem validierenden Parser als Eingabe ¨ ubergibt.
Ein XML Parser ist ein Programm, das die semantischen und syntaktischen Regeln von
XML kennt und die XML-Dokumente, die es als Eingabe bekommt, dagegen pr¨ ufen kann.
Ein validierender Parser kann zus¨ atzlich eine gegebene DTD interpretieren und die als
Eingabe ¨ ubergebenen Dokumente gegen diese Grammatik pr¨ ufen.
Auf der physikalischen Ebene besteht ein Dokument aus einer oder mehreren Speicher-
Einheiten [17, Kapitel 4]. Diese werden Entit¨ aten genannt und in ihnen ist der Inhalt von
XML-Dokumenten abgelegt. Jedes XML-Dokument besteht aus genau einer Dokumenten-
Entit¨ at, die als Startpunkt f¨ ur den Parser zum Einlesen des Dokuments dient. Das gesamte
Dokument kann in dieser Dokumenten-Entit¨ at beinhaltet sein. Wenn der Parser beim
Einlesen einer Entit¨ at auf einen Verweis auf eine andere Entit¨ at st¨ osst, so liest er die
referenzierte Entit¨ at ein und ersetzt die Referenz durch den dazu eingelesenen Inhalt.
Ausserdem d¨ urfen die referenzierten Entit¨ aten wiederum andere Entit¨ aten referenzieren.
Eine Referenz auf eine Entit¨ at wird im Folgenden als Entit¨ aten-Referenz bezeichnet.
Logisch gesehen bestehen XML-Dokumente aus einer Sequenz von Unicode-Zeichen [20].
Physisch k¨ onnen jedoch unterschiedliche Zeichenkodierungen verwendet werden, die Uni-
code-Zeichen ¨ uber Bytefolgen repr¨ asentieren. Alle Zeichen eines Textes innerhalb einer
Entit¨ at m¨ ussen eine einheitliche Zeichenkodierung (engl. character encoding) aufweisen.
Diese kann explizit im Prolog angegeben werden, ansonsten wird UTF-8 [21] vorausgesetzt.
Die Entit¨ aten-Referenzen sind wie alle anderen Markierungen durch eine spezielle Aus-
zeichnung innerhalb des Textes kenntlich gemacht. Die Zeichen, die eine Markierung
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chen verwendet werden, m¨ ussen sie durch spezielle Zeichenfolgen ersetzt (engl. escaped)
werden. Eine Ausnahme bilden dabei CDATA-Sektionen innerhalb eines Textes. Auch
diese werden durch eine spezielle Auszeichnung markiert. Aber der Text, der innerhalb
einer CDATA-Sektion steht, wird vom Parser nicht interpretiert. Das heisst, dass Zeichen-
folgen, die ausserhalb einer CDATA-Sektion eine syntaktische Bedeutung haben (wie zum
Beispiel die Markierung ”<“), werden innerhalb einer solchen Sektion nicht interpretiert.
Der Sinn von CDATA-Sektionen ist es, Textbereiche aufzunehmen, die von Menschen ge-
lesen werden sollen und Zeichen enthalten, die ansonsten escaped werden m¨ ussten und
somit die Text schwer leserlich machen w¨ urden.
2.2.2 XML Namensr¨ aume
XML Namensr¨ aume [22] sind eine Methode, um Elemente und Attribute eines XML-
Dokuments weitergehend zu qualiﬁzieren. Dazu wird ihnen ein Namensraum zugewiesen.
Namensr¨ aume werden wiederum durch Referenzen auf URIs [23] identiﬁziert. Dadurch
ist es m¨ oglich, innerhalb eines Dokuments mehrere Elemente mit dem gleichen Namen zu
verwenden, die jeweils eine andere Semantik haben. Ebenso k¨ onnen auf diese Art innerhalb
eines Elements mehrere Attribute mit dem gleichen Namen verwendet werden, wenn sie
durch Namensr¨ aume voneinander separiert sind. Dies erm¨ oglicht die Komposition von
Dokumenten aus verschiedenen Quellen.
Elementen kann ein Standard-Namensraum zugewiesen werden. Eine andere M¨ oglichkeit
ist die Verwendung eines Pr¨ aﬁxes, der zuvor an einen Namensraum gebunden wurde.
Namensr¨ aume werden an Elemente, die in anderen Elementen beinhaltet sind, vererbt.
Da die neue Deklaration eines Namensraums in einem beinhalteten Element den bis dahin
vorhandenen Namensraum ¨ uberschreibt, liegt jedes Element immer nur in maximal einem
Namensraum.
Ein Beispiel zur Erl¨ auterung:
<?xml version="1.0"?>
<buch xmlns="urn:beispiel:buch" xmlns:pers="urn:beispiel:person">
<pers:person>
<pers:name rolle="Editor">Priewe</pers:name>
<pers:vorname>Arne<pers:vorname>
</pers:person>
<kapitel pers:bewertung="gut">Text</kapitel>
</buch>
Das Element buch liegt in dem Standard-Namensraum urn:beispiel:buch. Ebenso ist
das Element kapitel diesem Namensraum zugeordnet, weil es den Namensraum als un-
tergeordnetes Element erbt. Das Element person liegt dagegen in dem Namensraum
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Eine Sonderrolle nehmen Attribute bei der Bindung an Namensr¨ aume ein. Sie liegen
per Deﬁnition in keinem Namensraum, wenn sie nicht explizit mittels eines Pr¨ aﬁxes an
einen Namensraum gebunden werden. Also liegen sie auch nie im Standard-Namensraum,
ausser f¨ ur diesen existiert zus¨ atzlich ein daran gebundener Pr¨ aﬁx, ¨ uber den das Attribut
dann gebunden werden kann. Im Beispiel oben liegt das Attribut rolle also weder im
Standard-Namensraum noch im Namensraum, dem pers zugeordnet ist. Das Attribut
bewertung ist hingegen durch pers an einen Namensraum gebunden.
2.2.3 ¨ Aquivalenz von XML-Daten
Unter XML ist es schwer, Aussagen ¨ uber die ¨ Aquivalenz des Inhalts zweier gegebener
Dokumente oder Dokument-Teile zu treﬀen.
Zum einen ist ein byteweiser Vergleich nicht m¨ oglich, weil die Dokumente in verschiede-
nen Zeichenkodierungen vorliegen k¨ onnen. Zudem erschweren weitere Eigenschaften von
XML einen Vergleich. So ist zum Beispiel die Reihenfolge von Attributen in XML nicht
relevant, wie auch die Anzahl der Leerzeichen zwischen mehreren Attributen. Der Ver-
gleich wird bei der Verwendung von Namensr¨ aumen weiter erschwert, weil zum Beispiel
die zu vergleichenden Daten verschiedene Pr¨ aﬁxe f¨ ur den gleichen Namensraum verwenden
k¨ onnen.
Es m¨ usste also zun¨ achst eine Ordnung und eine Normalisierung der zu vergleichenden
Daten erfolgen. Eine solche kanonalisierte Form von XML-Daten wird in [25] speziﬁziert.
Aber zudem kann in XML jeder Wert in einem Element eine Semantik besitzen, die ¨ uber
die Hierarchie des Elements innerhalb des Dokuments festgelegt wird. Vergleicht man
also zwei Dokumentteile, die jeweils aus ihrem Kontext herausgenommen wurden, so kann
es zwar sein, dass diese den vollst¨ andig gleichen Inhalt aufweisen, aber aufgrund ihrer
Position diese Werte eine v¨ ollig unterschiedliche Semantik haben. Zum Beispiel k¨ onnen
Zahlen in einem Fall einen numerischen Wert repr¨ asentieren, im anderen aber einen Text.
Daher kann die ¨ Aquivalenz letztlich nur auf der Applikationsebene entschieden werden,
wenn dort die Semantik der Werte bekannt ist.
Ein anderes Beispiel f¨ ur eine nur applikationsspeziﬁsch m¨ ogliche Entscheidung ¨ uber die
¨ Aquivalenz ist, wenn in einem der zu vergleichenden Teile zus¨ atzliche Attribute vorhanden
sind, die in einem anderen Namensraum liegen. Im Kontext der Applikation k¨ onnen diese
Attribute irrelevant sein.
2.2.4 XML Schema
Mit XML Schema [26, 27, 28] ist eine Sprache zur Deﬁnition von Klassen von Dokumenten
gegeben, die weit ¨ uber die M¨ oglichkeiten einer DTD hinausgehen. Zum einen sind Schemas
im Gegensatz zu DTDs selbst XML-Dokumente, die wiederum auf einer DTD bzw. einem
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einlesen und verarbeiten. XML-Dokumente, die einem Schema gen¨ ugen, bezeichnet man
auch als Instanz-Dokumente.
Zudem sehen Schemas die Wiederverwendung bereits vorhandener Schemas oder von Tei-
len von Schemas explizit vor. Sie unterst¨ utzen dies zum Beispiel durch M¨ oglichkeiten zum
Import aus anderen Schemas und die Erstellung neuer Typen durch das Erweitern oder
Einschr¨ anken vorhandener Typen (Vererbung). Dabei wird intensiv von den M¨ oglichkeiten
der Namensr¨ aume Gebrauch gemacht.
Vor allem kennt Schema aber sehr viele verschiedene Datentypen, die dazu verwendet
werden k¨ onnen, um die Inhalte von XML-Dokumenten, die einem Schema gen¨ ugen, bes-
ser beschreiben zu k¨ onnen. In DTDs kann man Einschr¨ ankungen f¨ ur die Werte in den
zugeh¨ origen Dokumenten nur f¨ ur Attribute vornehmen, indem man die erlaubten Werte
explizit und vollst¨ andig auﬀ¨ uhrt. Bei Schema kann allen Inhalten in Instanz-Dokumenten
ein Typ zugeordnet werden oder dessen Inhalt mittels regul¨ arer Ausdr¨ ucke beschrieben
werden. Zum Beispiel kann man so festlegen, dass ein Attribut als Wert nur eine URI
enthalten darf oder der Inhalt eines Elements eine Dezimalzahl sein muss.
Daher wird wo es m¨ oglich ist, in dieser Arbeit zur Speziﬁkation f¨ ur die zu verwendenden
XML-Dokumente und -Datenstrukturen XML Schema eingesetzt.
2.2.5 DOM
Das Document Object Model (DOM) ist eine plattform- und programmiersprachen-neu-
trale Schnittstellen-Speziﬁkation, die es Programmen erlaubt, auf die Inhalte und die
Struktur eines Dokuments zuzugreifen und diese zu ver¨ andern.
Zur Zeit ist DOM Level 2 (kurz DOM2) die aktuelle Version des Standards. Er besteht
aus sechs einzelnen Speziﬁkationen. F¨ ur diese Arbeit sind davon zwei Teile relevant.
Zum einen ist dies die DOM2 Core-Speziﬁkation [29]. Diese deﬁniert die zentralen Schnit-
tstellen, um Inhalte und Struktur von Dokumenten zu erzeugen und zu manipulieren.
Wenn in der Arbeit verk¨ urzend von DOM gesprochen wird, dann ist damit DOM2 Core
gemeint.
Die andere relevante Speziﬁkation heisst DOM2 Traversal and Range Speciﬁcation [30]
und deﬁniert Schnittstellen zur Traversierung und Identiﬁzierung von Bereichen eines Do-
kuments.
Mit Dokument ist in diesem Fall nicht die Instanz eines XML-Dokuments gemeint, son-
dern dessen Repr¨ asentation als DOM-Baum. Um diese Repr¨ asentation zu erhalten, muss
ein XML-Dokument von einem Parser eingelesen werden, der daraus einen DOM-Baum
aufbaut. Dazu wird die hierarchische Struktur des XML-Dokuments direkt auf Knoten
in einem Baum abgebildet. Dieser Baum in seiner Gesamtheit repr¨ asentiert dann das
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Diesen Vorgang bezeichnet man auch als Deserialisierung von XML-Daten. Leider gibt es
bis heute keine standardisierte Speziﬁkation, wie ein solcher DOM-Baum oder Teile da-
von wieder zu serialisieren ist, also wie daraus wieder ein XML-Dokument wird, das man
speichern und/oder weitergeben kann. Grunds¨ atzlich nicht m¨ oglich ist dabei die Wie-
derherstellung des Prologs und der Zeichenkodierung, weil diese Informationen im DOM
nicht zur Verf¨ ugung stehen. Mit Problemen behaftet ist auch die Behandlung vererbter
Namensr¨ aume. Dieser Punkt hat sich im Laufe der Implementierung als besonders kri-
tisch erwiesen, worauf aber noch im Detail in Abschnitt 6.2.2 eingegangen wird. Mit dem
kommenden DOM3 soll eine Speziﬁkation zur Serialisierung erstellt werden [31].
Jeder Knoten im DOM-Baum hat einen festen Typ, der im Falle von XML-Daten direkt
den Typ dieser Daten wiedergibt. Wenn vom Typ des Knotens verallgemeinert werden soll,
wird zusammenfassend von Knoten gesprochen. Weiterhin hat jeder Knoten abfragbare
und/oder ver¨ anderbare Eigenschaften sowie seinem Typ entsprechende Methoden. Die
Wurzel des DOM-Baums ist nicht das Wurzel-Element des XML-Dokuments, sondern ein
spezieller Knoten vom Typ Dokument. Dieser beinhaltet als Kind den Element-Knoten,
der dem Wurzel-Element entspricht (s. Abbildung 2.1).
Abbildung 2.1: Darstellung eines DOM-Baums zu einem XML-Dokument
Die logische Struktur eines XML-Dokuments ist dabei vollst¨ andig durch den DOM-Baum
abgebildet. Dieser enth¨ alt dazu zum Beispiel Element-Knoten, Attribut-Knoten, Text-
Knoten. Auch die Entit¨ aten-Referenzen und CDATA-Sektionen eines XML-Dokuments
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Zu Attribut-Knoten gibt es eine Besonderheit anzumerken. Diese sind n¨ amlich nicht Teil
des DOM-Baums, sondern ihren Eltern-Elementen beigeordnet. Das heisst, sie stehen
auch nicht in einer Eltern-Kind-Beziehung zu ihren Elementen. Dies wird in Abbildung 2.1
durch die Verwendung einer gestrichelten Linie angedeutet. Insbesondere werden daher
Attribut-Knoten bei einer Traversierung des DOM-Baums nach der oben vorgestellten
Speziﬁkation nicht mit traversiert, wenn man zum Beispiel bei einem Element-Knoten
startet.
2.2.6 XPath
XPath [32] ist eine Sprache, um Teile eines XML-Dokumentes zu adressieren.
Die Verwendung von XPath als Sprache f¨ ur andere Speziﬁkationen, wie zum Beispiel XSLT
(s. Abschnitt 2.2.7), in denen seine Funktionen ben¨ otigt werden, ist explizit vorgesehen.
Dies erleichtert den Anwendern die Arbeit mit diesen Speziﬁkationen, weil sie dort ¨ uberall
die gleiche Syntax und Semantik zur Adressierung vorﬁnden.
In XPath wird ein XML-Dokument nur auf seiner logischen Ebene betrachtet, wobei es
als ein Baum mit Knoten aufgefasst wird. Die hierarchische Struktur eines Baums kann
bei der Adressierung ber¨ ucksichtigt werden. Allerdings basiert diese Baum-Struktur nicht
auf DOM (s. Abschnitt 2.2.5), sondern auf InfoSet [33]. Zum Beispiel kennt XPath keine
CDATA-Knoten, sondern nur Text-Knoten.
Das prim¨ are syntaktische Konstrukt in XPath ist der Ausdruck, der ausgewertet wird und
als Ergebnis ein Objekt zur¨ uckliefert. Dieses Objekt kann vier verschiedene Basis-Typen
aufweisen: Eine Menge von Knoten des Baums (kurz Knotenmenge), einen Wahrheitswert,
eine Fliesskomma-Zahl oder eine Zeichenkette. Ein Ausdruck ist syntaktisch so konstru-
iert, dass er ohne Probleme als Wert eines Attributs in XML-Dokumenten verwendet
werden kann.
Liefert ein XPath-Ausdruck eine Knotenmenge, so ist damit eine einfache Selektions-
Sprache gegeben. Diese M¨ oglichkeit wird im Rahmen der Arbeit intensiv genutzt. Neben
der Adressierung der Teile von Dokumenten, bietet XPath zudem die Mittel, um mit Zei-
chenketten, Zahlen oder Wahrheitswerten einfache Berechnungen durchzuf¨ uhren und/oder
Funktionen aufzurufen. Dies kann direkt zur Manipulation der Ergebnisse eines XPath-
Ausdrucks verwendet werden, also zum Beispiel um die selektierte Knotenmenge einzu-
schr¨ anken. Zum Beispiel liefert der Ausdruck //* alle Element-Knoten eines Dokuments
und //book/author alle author-Elemente, die Kinder eines book-Elements sind.
Wird XPath benutzt, um Abfragen auf einem DOM-Baum durchzuf¨ uhren, so ist die Kno-
tenmenge, die das Ergebnis einer Abfrage darstellt, eine Menge von Knoten des DOM-
Baums, die mit den unter DOM zur Verf¨ ugung stehenden Mitteln bearbeitet werden kann.
Aufgrund der oben beschriebenen Unterschiede im Datenmodell von DOM und XPath,
kann es aber sein, dass die Ergebnismenge eine Struktur aufweist, die zun¨ achst nicht er-
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enth¨ alt die Ergebnismenge alle Knoten, die den Text des Elements im Sinne der XPath-
Deﬁnition bilden. Daher kann die Ergebnismenge im DOM auch CDATA-Knoten bein-
halten, weil diese f¨ ur XPath einfach einen Teil des Textes bilden. Die Schwierigkeiten,
die sich aus solchen Diﬀerenzen ergeben, werden im Laufe der Arbeit an geeigneter Stelle
erl¨ autert.
2.2.7 XSLT
Die Extended Stylesheet Language Transformations (XSLT) [34] ist eine Sprache zur
Transformation von XML-Dokumenten in andere XML-Dokumente.
Jede Transformation wird dabei in Form eines XML-Dokumentes deﬁniert, das der XSLT-
Speziﬁkation gen¨ ugen muss. Diese Dokumente werden Stylesheets genannt. Darin wird
die Transformation in Form von Regeln ausgedr¨ uckt, die einen Eingabe-Baum in einen
Ausgabe-Baum ¨ uberf¨ uhren. Dazu wird eine Menge von Schablonen (engl. templates)
auf den Eingabe-Baum angewendet, die mittels XPath den Knoten des Baums zugeordnet
werden. Durch die Anwendung einer Schablone wird ein Ausgabe-Baum konstruiert. Beide
B¨ aume sind vollst¨ andig separiert voneinander. Das heisst, dass der Ausgabe-Baum nicht
durch Regeln im Stylesheet weiter bearbeitet werden kann. Zudem wird f¨ ur jeden Knoten
des Eingabe-Baums maximal eine Regel des Stylesheets angewendet.
Damit bietet XSLT die Grundlage, um aus konzeptionell modellierten XML-Daten ver-
schiedene andere Repr¨ asentationen zu erzeugen. Zum Beispiel k¨ onnen verschiedene Styles-
heets benutzt werden, um XML-Dokumente f¨ ur verschiedene Zwecke aufzubereiten, zum
Beispiel zur Anzeige in einem Web-Browser, einem WAP-Handy oder einer SMS-Nachricht.
2.3 Stand der Forschung und Entwicklung
Auf dem Gebiet der Verschl¨ usselung von XML-Dokumenten gibt es bisher kaum wissen-
schaftlich fundierte Arbeiten. Daher wurde zu Beginn der Arbeit neben Material aus der
Forschung vor allem auf Arbeiten der Internet-Gemeinde zur¨ uckgegriﬀen. Im Folgenden
wird beschrieben, welche Arbeiten dabei verwendet wurden und inwiefern sie die Ergeb-
nisse dieser Arbeit beeinﬂusst haben.
2.3.1 Historie (SGML)
Wie in Abschnitt 2.2.1 schon erw¨ ahnt, basiert XML auf SGML [19]. Daher wurde zun¨ achst
untersucht, welche M¨ oglichkeiten bei SGML zur Verschl¨ usselung von Daten existieren.
SGML wird vor allem in grossen Dokumenten-Management-Systemen eingesetzt, so dass
das Vorhandensein eines standardisierten Verfahrens zur Verschl¨ usselung dieser Daten
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Allerdings ist dem nicht so. Es gab nur bei der Hypermedia/Time-based Structuring
Language (HyTime), die wie HTML eine SGML-Anwendung ist, einen ersten Versuch,
eine Verschl¨ usselung zu etablieren. HyTime sollte der alles umfassende Standard f¨ ur die
Repr¨ asentation vernetzter statischer und dynamischer Daten werden. Er hat aber durch
seine Komplexit¨ at nie eine gr¨ ossere Verbreitung erfahren.
Abbildung 2.2: Darstellung Schichten-Architektur von SGML3
Die Verschl¨ usselung ist bei HyTime nur auf der untersten Ebene eines Dokuments vor-
gesehen: Wie bei XML werden auch SGML-Dokumente in Form von Entit¨ aten abge-
legt. Diese werden von einem Speicher-Management-System verwaltet. SGML deﬁ-
niert so eine Schichten-Architektur zur Verarbeitung von SGML-Dokumenten (s. Abbil-
dung 2.2). Bei der Abspeicherung kann laut HyTime eine Verschl¨ usselung durch das
Speicher-Management-System vorgenommen werden [35, Abschnitt A.6.2]. Wird auf die
Entit¨ at zugegriﬀen, so muss sie vorher vom Speicher-Management-System entschl¨ usselt
werden. Allerdings wird nirgendwo speziﬁziert, wie die Verschl¨ usselung erfolgen muss, so
dass keinerlei Interoperabilit¨ at bestehen kann.
Zudem sind auf der Ebene eines Dokuments die verschl¨ usselten Daten nie in ihrer ver-
schl¨ usselten Form repr¨ asentiert, so dass sie nicht unter Wahrung der Vertraulichkeit Drit-
ten zug¨ anglich gemacht werden k¨ onnen. Damit konnte durch SGML kein Beitrag zur
L¨ osung der Aufgabenstellung gegeben werden.
3Die Abbildung stammt aus dem HTML-Dokument ”SGML Document Management“ von W. Eliot
Kimber, erh¨ altlich unter http://www.oasis-open.org/cover/kimber-sgmldocm.html2.3. STAND DER FORSCHUNG UND ENTWICKLUNG 23
2.3.2 Zugriﬀskontrolllisten
Da zu Beginn der Arbeit keinerlei wissenschaftlich orientierte Arbeiten zur Verschl¨ usselung
von XML-Dokumenten zur Verf¨ ugung standen, wurde die Recherche auf angrenzende Be-
reiche im Kontext der Sicherheit von XML-Daten ausgeweitet.
Im Bereich der Datenbanken konnte dabei die einzige Quelle gefunden werden, die sich
fundiert mit der Vertraulichkeit von XML-Daten besch¨ aftigt: In Italien forschen Damiani
et al. an der Universit¨ at von Mailand an der feingranularen Anwendung von Zugriﬀs-
kontrolllisten auf XML-Dokumente. Zu diesem Thema sind von dieser Gruppe mehrere
Ver¨ oﬀentlichungen herausgegeben worden [36, 37]. Diese Ergebnisse wurden f¨ ur die vorlie-
gende Arbeit auf die Verschl¨ usselung von XML-Daten ¨ ubertragen. Im Folgenden werden
die Ideen, Ans¨ atze und Konzepte beschrieben, die einen besonders grossen Einﬂuss auf die
Ausgestaltung dieser Arbeit ausge¨ ubt haben.
Bei Zugriﬀskontrolllisten wird, wie in Abschnitt 2.1.6 beschrieben, ¨ ublicherweise ein Sub-
jekt-Privileg-Objekt-Modell benutzt, wobei die ACLs als Meta-Daten zu den Daten anno-
tiert werden. Diesem Grundkonzept folgt auch Damiani. Die ACLs beinhalten einzelne
Regeln, die die Rechte zum Zugriﬀ auf die Daten beinhalten. Eine Liste solcher Regeln
wird als XACL bezeichnet. Um die durch eine Regel betroﬀenen Daten zu beschreiben,
wird XPath eingesetzt. Dadurch k¨ onnen die Regeln auf Teile von XML-Dokumente an-
gewendet werden. Dieses Grundkonzept wurde ¨ ubernommen, wonach die Beschreibung
der zu verschl¨ usselnden Daten in Form von Regeln angegeben wird, die getrennt von den
Daten abgelegt werden. Auch die Verwendung von XPath zur Selektion der durch eine
Regel betroﬀenen Daten ist aufgegriﬀen worden.
Die Anwendung der Regeln auf ein Dokument geschieht durch den Aufruf eines Sicherheits-
Prozessors. Dieser liest das Dokument als einen DOM-Baum ein. Die Knoten des DOM-
Baums werden dann anhand aller relevanten Regeln mit den Zugriﬀsrechten markiert. Im
darauf folgenden Schritt erfolgt eine Transformation des DOM-Baums, bei der alle Knoten
entfernt werden, f¨ ur die gem¨ ass ihrer Markierung kein Zugriﬀsrecht besteht. Zum Schluss
wird das Dokument serialisiert. Auch dieses Grundkonzept wurde ¨ ubernommen.
Ebenfalls wurde das Konzept aufgegriﬀen, dass die Regeln, die auf XML-Daten angewen-
det werden k¨ onnen, nicht innerhalb einer einzigen XACL stehen m¨ ussen, sondern ¨ uber eine
Menge von XACLs verteilt sein k¨ onnen. Dadurch kann eine verteilte Pﬂege der XACLs
gew¨ ahrleistet werden. Diese werden dann vom Sicherheits-Prozessor aggregiert, sobald sie
ben¨ otigt werden.
Allerdings wird in der Arbeit keine generische Architektur angeboten, in der beliebige
Prozessoren hintereinander aufgerufen werden k¨ onnten. Ebenso sind die Meta-Daten und
deren Verwaltung aufgrund ihrer starren Speziﬁkation nur f¨ ur den oben beschriebenen
Sicherheits-Prozessor verwendbar. Diese beiden Punkte wurden als eine unn¨ otige Ein-
schr¨ ankung erkannt. Daher war das Ziel, eine Generalisierung auf die Verwendung belie-
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2.3.3 Schema Adjunct Framework
Bei der Suche nach Mitteln zur Generalisierung der Zuordnung von Meta-Daten zu Daten,
ist eine Speziﬁkation der Firma Tibco Software Inc gefunden worden. Diese nennt sich
Schema Adjunct Framework (SAF)[38] und deﬁniert, wie Meta-Daten auf der Ebene von
Schemas an Daten annotiert werden k¨ onnen.
Zus¨ atzlich werden Entwicklerwerkzeuge, Datenbanken, Schnittstellen und Programmier-
Bibliotheken zur Verf¨ ugung gestellt, die die Arbeit mit den Meta-Daten eﬃzient erm¨ ogli-
chen. Daher wurde dieser Ansatz intensiv darauf gepr¨ uft, ob er f¨ ur die Ziele dieser Arbeit
verwendbar ist. Leider haben sich dabei etliche Schw¨ achen gezeigt.
Zum einen ist die Annotation der Meta-Daten an Dokumente nur m¨ oglich, wenn dazu
jeweils ein neues Schema deﬁniert wird. Im Rahmen dieses Schemas ist auch ein ﬁxes
Ziel-Schema anzugeben, f¨ ur das die Meta-Daten angewendet werden d¨ urfen. So muss f¨ ur
jede Klasse von zu verarbeitenden Dokumenten also zun¨ achst ein neues Schema erstellt
werden. Dieser Ansatz schien zu unﬂexibel, so dass entschieden wurde, die Annotation
von Meta-Daten an beliebige wohlgeformte XML-Daten zu erm¨ oglichen.
Eine weitere Auﬀ¨ alligkeit gab es bei der verwendeten Selektions-Sprache ¨ uber die die Meta-
Daten den Daten zugeordnet werden. Denn in SAF wird dazu ein SimpleXPath-Ausdruck
deﬁniert, der eine Einschr¨ ankung von XPath-Ausdr¨ ucken ist. Zum Beispiel ist damit nur
noch die Selektion von Elemente und Attributen m¨ oglich. Text kann so nicht selektiert
werden. Dieser Verlust an Ausdrucksf¨ ahigkeit sollte nicht hingenommen werden, so dass
f¨ ur diese Arbeit XPath in seinem vollen Umfang zum Einsatz kommen kann.
Um die Meta-Daten an die Daten zu annotieren, wird eine Bibliothek zur Verf¨ ugung
gestellt, die von einem Prozessor verwendet werden kann. Dieses Konzept wurde zun¨ achst
¨ ubernommen, aber sp¨ ater dahingehend erweitert, dass die Annotation von Meta-Daten in
einen eigenen Prozessor verlagert wurde, der vor dem Aufruf des eigentlichen Prozessor
seine Arbeit verrichten kann.
Zudem bieten die mitgelieferten Schnittstellen nur Methoden, um Annotationen lesen zu
k¨ onnen. Es besteht keine M¨ oglichkeit f¨ ur einen Prozessor, diese zu manipulieren oder
neue zu erzeugen. Dies kann aber benutzt werden, um Informationen ¨ uber den Verar-
beitungszustand tempor¨ ar an den Knoten zu speichern, so dass entschieden wurde, die
Manipulierbarkeit der Meta-Daten w¨ ahrend der Verarbeitung zu gew¨ ahrleisten.
Insgesamt konnten durch die Untersuchung des SAF vor allem viele Einsichten gewonnen
werden, wie eine ﬂexible L¨ osung f¨ ur die Aufgabenstellung dieser Arbeit nicht aussehen
sollte. Insofern hat es daher einen sehr wichtigen Beitrag zu der Ausgestaltung dieser
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2.3.4 Verschl¨ usselung von XML-Daten
Im Bereich der Verschl¨ usselung von XML-Daten konnten, wie schon erw¨ ahnt, zun¨ achst
keine wissenschaftlich fundierten Arbeiten gefunden werden. Allerdings haben in der
Internet-Gemeinde viele Firmen und Interessierte im Laufe des letzten Jahres verschie-
dene Verfahren vorgestellt, um XML-Daten zu verschl¨ usseln.
Zun¨ achst seien aber noch ein paar etablierte Standards zur Verschl¨ usselung von Daten
auf Applikationsebene herausgestellt. Dies ist zum einen S/MIME [39] zum sicheren Aus-
tausch von eMails, das unter anderem auf den Speziﬁkationen PKCS #1 und PKCS #7
aufbaut (s. Abschnitt 2.1.1). Ein weiterer bekannter Vertreter ist PGP4, das ebenfalls f¨ ur
eMails eingesetzt wird, von dem aber auch unter anderem darauf aufbauend unter der
Bezeichnung PGP-Disk eine Applikation zum Verschl¨ usseln von Datentr¨ agern existiert.
Allen ist gemeinsam, dass sie die ¨ ubergebenen Daten komplett verschl¨ usseln. S/MIME
bietet die M¨ oglichkeit, feingranularer vorzugehen und kann mehrere Objekte in einer eMail
– wie zum Beispiel Dateianh¨ ange – unterschiedlich kodieren, aber die einzelnen Objekte
m¨ ussen wiederum vollst¨ andig verschl¨ usselt sein. Keines dieser Verfahren setzt dabei XML
in irgendeiner Form gezielt ein, wobei nat¨ urlich die M¨ oglichkeit besteht, XML-Dokumente
als ganzes zu verschl¨ usseln und auszutauschen.
Im Folgenden wird nun versucht, die historische Entwicklung bei der Verschl¨ usselung von
XML-Daten nachzuzeichnen.
Von der Firma Baltimore Technologies wurde Anfang 2000 ein Produkt namens X/Secure
vorgestellt, das unter anderem beliebige Objekte zun¨ achst verschl¨ usselt und dann als Aus-
tauschformat XML benutzt [40]. Allerdings k¨ onnen auch hier Objekte nur vollst¨ andig ver-
schl¨ usselt werden, wobei diese selbstverst¨ andlich wiederum XML-Dokumente sein k¨ onnen.
Zudem handelt es sich nicht um einen generischen Ansatz, sondern nur um eine Biblio-
thek f¨ ur Java-Programmierer, d.h. es muss jeweils ein neues Programm zur Ver- und
Entschl¨ usselung f¨ ur jeden gew¨ unschten Dokumenttyp (DTD) implementiert und sp¨ ater
gepﬂegt werden. Zudem ist das Austauschformat propriet¨ ar.
Einen Schritt weiter sind die Entwickler der ”XML Security Suite for Java“ gegangen, die
bei IBM Alphaworks erschienen ist [41]. Unter anderem wurde hier erstmalig eine partielle
Verschl¨ usselung von XML-Daten implementiert, die es erm¨ oglicht, einzelne Elemente in-
klusive aller Kind-Elemente zu verschl¨ usseln. Wie bei X/Secure gilt auch hier, dass es sich
dabei um eine reine Bibliothek f¨ ur Java-Programmierer handelt und dass das Austausch-
format propriet¨ ar ist. Aus Sicht der Entwickler handelt es sich dabei auch nur um eine
Machbarkeitsdemonstration und ist nicht zum produktiven Einsatz gedacht. Wie die Suite
eingesetzt werden kann, kann gut in dem Artikel [42] nachvollzogen werden. Die neueste
Version von XSS4J vom Juni 2001 enth¨ alt die propriet¨ aren Verfahren nicht mehr, sondern
implementiert die in Arbeit beﬁndliche Speziﬁkation ”XML Encryption“ des World Wide
Web Consortiums (W3C) (s.u.).
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W¨ ahrend der Anfertigung dieser Arbeit ist beim W3C mit der Erstellung dieser Speziﬁ-
kation zur Verschl¨ usselung von XML-Daten begonnen worden. Diese soll in einem oﬃziell
empfohlenen Standard m¨ unden. Seit April 2000 wird dabei auf einer eMail-Liste des W3Cs
¨ oﬀentlich ¨ uber das Verschl¨ usseln von XML-Daten diskutiert5. Im Laufe der Zeit wurden
mehrere zum Teil sehr divergente Vorschl¨ age unterbreitet, welcher Funktionsumfang ange-
strebt werden sollte, welche Anforderungen an eine solche Verschl¨ usselung zu stellen sind
und wie sie implementiert werden k¨ onnten (siehe zum Beispiel [43, 44, 45, 46, 47, 48]).
Die oﬃzielle Arbeitsgruppe, die an einem g¨ ultigen W3C-Standard zur Verschl¨ usselung von
XML-Daten arbeitet, wurde daraus Ende Januar 2001 gegr¨ undet6. Als erstes Ziel wird ei-
ne konsolidierte Anforderungsdeﬁnition [49] angestrebt, die Stand August 2001 aber noch
nicht abgeschlossen ist. Parallel wird schon an der Speziﬁkation zur Verschl¨ usselung gear-
beitet [50]. Von der Arbeitsgruppe wird angestrebt, dass der Standard noch im Jahr 2001
verabschiedet werden kann. Somit w¨ are es w¨ unschenswert gewesen, dass diese Diplom-
arbeit auf diesem Standard aufbaut. Da im Laufe der Zeit die Vorschl¨ age aber st¨ andig
wieder ge¨ andert und mehrfach selbst lang akzeptierte Grundlagen wieder in Frage gestellt
wurden, ist dies leider nicht m¨ oglich gewesen. Nicht einmal vollst¨ andige Implementierun-
gen der bisher vorgestellten Vorschl¨ age sind erh¨ altlich. Nur in der oben erw¨ ahnten XSS4J
wird zur Zeit versucht, den aktuellen Stand der Speziﬁkation zu implementieren.
Daher wird hier f¨ ur die Verschl¨ usselung von XML-Daten eine eigene unabh¨ angige L¨ osung
vorgestellt (s. Abschnitt 5.3), die sich an den Diskussionen in der eMail-Liste und den
vorhandenen Vorschl¨ agen orientiert. Die Unterschiede zu den bestehenden Speziﬁkationen
des W3Cs werden in Abschnitt 4.2.8 ausf¨ uhrlich diskutiert. Zudem ist angestrebt worden,
in der Gesamtarchitektur (s. Kapitel 5) den kommenden W3C-Standard verwenden zu
k¨ onnen.
Nachdem die wesentlichen Grundlagen und Terminologien nun eingef¨ uhrt sind und der
aktuelle Stand von Forschung und Entwicklung dargelegt ist, werden im n¨ achsten Schritt
Szenarien vorgestellt, die die Einsatzm¨ oglichkeiten der zu erstellenden Architektur wie-
derspiegeln und Anforderungen an diese Architektur deﬁniert.
5siehe http://lists.w3.org/Archives/Public/xml-encryption/
6Homepage unter http://www.w3.org/Encryption/2001/Kapitel 3
Anforderungsanalyse
Da die Abgrenzung des Themas dieser Arbeit nicht trivial war, wurde ¨ ahnlich wie in der
objektorientierten Analyse vorgegangen. Zun¨ achst sind mehrere Szenarien – vergleichbar
dem Vorgehen bei der Erstellung von Anwendungsf¨ allen f¨ ur UML [52] – entworfen worden,
die von der zu entwickelnden Architektur proﬁtieren sollten.
Daraus sind Anforderungen formuliert worden, die anschliessend vorgestellt werden.
Auf Basis von Szenarien und Anforderungen k¨ onnen wiederum die gew¨ ahlte Architektur
und Designentscheidungen (siehe Abschnitte 4.1 und 5.1.1) motiviert werden.
3.1 Szenarien
Alle Szenarien enthalten neben einen abstrakten Beschreibung ein Beispiel, das eine m¨ og-
liche Auspr¨ agung das Szenarios konkreter beschreibt und eine auf das Beispiel bezogene
L¨ osungsstrategie.
Bei allen im folgenden vorgestellten Szenarien wird davon ausgegangen, dass die relevanten
Daten in XML repr¨ asentiert werden.
3.1.1 Abruf durch oﬀene Empf¨ angergruppen (SC1)
Daten sollen von einer oﬀenen Empf¨ angergruppe gesichert abrufbar sein. Dabei muss der
Zugriﬀ auf die Daten einschr¨ ankbar und kontrollierbar sein.
Beispiel:
Bei Artikeln und B¨ uchern soll das erste Kapitel von jedem lesbar sein. Alle anderen Kapitel
dagegen nur, wenn eine entsprechende Autorisierung erfolgt ist, z.B. nach Zahlung einer
Geb¨ uhr.
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L¨ osungsansatz:
Die Artikel und B¨ ucher werden auf einem Server zum anonymen Herunterladen angeboten.
Alle Kapitel bis auf das erste werden dabei mit einem jeweils einmaligen Sitzungsschl¨ ussel
gesch¨ utzt, der bei jedem Herunterladen gewechselt wird. Will der Benutzer den gesam-
ten Inhalt einsehen, so muss er zuvor den passenden Schl¨ ussel zu dem entsprechenden
Sitzungsschl¨ ussel anfordern, z.B. gegen die Zahlung einer Geb¨ uhr.
3.1.2 Verteilung an grosse dynamische Zielgruppen (SC2)
Daten sollen an eine grosse Zielgruppe gesendet werden, deren Zusammensetzung sich dy-
namisch ¨ andert. Da zum Zeitpunkt des Absendens noch nicht bekannt ist, wer auf welche
Teile Zugriﬀ haben soll, m¨ ussen alle die gleichen Daten erhalten. Je nach Berechtigung
sind dann jeweils nur die entsprechenden Inhalte einsehbar.
Beispiel:
Eine Zeitung wird per eMail an alle Abonnenten versendet. Der Kunde kann je nach
Interessen und Bezahlung andere bzw mehr Inhalte sehen. So k¨ onnen z.B. Schlagzeilen
immer, Zusammenfassungen von allen Abonnenten und Artikel nur individuell bei Inter-
esse gelesen werden. Ist der Zeitraum des Abonnements abgelaufen, so ist kein Zugriﬀ auf
gesch¨ utzte Teile m¨ oglich.
L¨ osungsansatz:
Statt jedem Empf¨ anger die Daten jeweils individuell zusammenzustellen, werden die rele-
vanten Teile mit unterschiedlichen Datenschl¨ usseln verschl¨ usselt. Jeder Empf¨ anger fordert
dann alle Datenschl¨ ussel, die er zum Zugriﬀ auf die ihn interessierenden Inhalte ben¨ otigt,
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bei einem entsprechenden Server des Verlags an, der dies dann dem jeweiligen Empf¨ anger
in Rechnung stellt.
3.1.3 Sichere Prozessabl¨ aufe (SC3)
Prozesse (engl. workﬂows) sollen im Rahmen eines gesicherten Ablaufs bearbeitet werden.
Dabei ist zu gew¨ ahrleisten, dass jede am Prozess beteiligte Person nur die Daten einsehen
kann, f¨ ur die sie berechtigt ist. Auch muss jederzeit der aktuelle Stand und der Zeit-
punkt der Kenntnisnahme der Daten von den jeweiligen Personen nachvollziehbar sein.
Dadurch wird der Ablauf jedes Prozesses im Ganzen vollst¨ andig dokumentierbar: Wer hat
wann welchen Arbeitsschritt begonnen und beendet. Sowohl parallele als auch sequentielle
Abl¨ aufe m¨ ussen unterst¨ utzt werden.
Beispiel:
Ein Dokument soll im Rahmen eines gegebenen Ablaufs von mehreren Personen erstellt
werden, wobei das fertige Dokument nur von einem festgelegten Personenkreis eingesehen
werden kann. Ein Ersteller kann keine Einsicht in die Inhalte eines anderen Erstellers
nehmen. So k¨ onnte ein Foliensatz f¨ ur einen Konzernvorstand erstellt werden, ohne dass
die einzelnen Bereiche Kenntnis ¨ uber jeweils sensitive Daten aus anderen Konzernteilen
erhalten.
L¨ osungsansatz:
Die Daten werden f¨ ur den jeweiligen Arbeitsschritt von der Workﬂow-Engine mit einem
Sitzungsschl¨ ussel verschl¨ usselt. Alle Personen, die in ihrer Rolle dazu berechtigt sind, die-
sen Arbeitsschritt durchzuf¨ uhren, k¨ onnen diesen Sitzungsschl¨ ussel anfordern. Dadurch ist
der fr¨ uhstm¨ ogliche Zeitpunkt des Beginns des Arbeitsschritts und die ausf¨ uhrende Person
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Abbildung 3.3: Beispiel zu Szenario SC3 – Erstellen eines Dokuments mit vertraulichen
Inhalten3.1. SZENARIEN 31
dokumentierbar. Jeder einzelne Ersteller verschl¨ usselt bei der Abgabe seine Inhalte f¨ ur die
Schl¨ ussel der gew¨ unschten Empf¨ anger. Die Inhalte der anderen Ersteller bleiben f¨ ur ihn
unlesbar, wenn er nicht ¨ uber einen passenden Schl¨ ussel verf¨ ugt. F¨ ur den n¨ achsten Arbeits-
schritt werden die Daten wiederum mit einem neuen Sitzungsschl¨ ussel verschl¨ usselt. So
kann auch der Zeitpunkt des Abschlusses jedes Arbeitsschrittes und die abgebende Person
dokumentiert werden. Parallele Abl¨ aufe werden unterst¨ utzt, indem jeweils Teile der Daten
f¨ ur unterschiedliche oder mehrere Empf¨ anger verschl¨ usselt werden. Der n¨ achste Arbeits-
schritt kann falls gew¨ unscht schon beginnen, wenn nur ein Teil der parallel bearbeiteten
Daten vorliegt. Auch hier ist der aktuelle Stand stets dokumentierbar.
3.1.4 Durchsetzung von Sicherheits-Richtlinien in verteilten Systemen
(SC4)
Eine Organisation hat Regeln (engl. policies) festgelegt, welche Daten f¨ ur bestimmte Per-
sonenkreise einsehbar sein sollen. Zus¨ atzlich zu den konzernweiten Regeln sollen die einzel-
nen Bereiche und Abteilungen jeweils eigene zus¨ atzliche Regeln deﬁnieren k¨ onnen, die die
vorhandenen erg¨ anzen. Diese Regels¨ atze sollen auf allen verteilten Systemen des Konzerns
durchsetzbar sein.
Beispiel:
Ein Konzern legt fest, dass Daten, die mit dem Attribut ”SecurityLevel“ mit den m¨ oglichen
Werten ”Conﬁdential“, ”Secret“ oder ”TopSecret“ gekennzeichnet sind, mit je nach Wert
unterschiedlichen Schl¨ usseln zu verschl¨ usseln sind. Zus¨ atzlich wird in einem Bereich des
Konzerns festgelegt, dass gewisse Personaldaten durch einen entsprechenden Schl¨ ussel zu
sch¨ utzen sind.
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L¨ osungsansatz:
In Form von Metadaten werden die Regeln beschrieben. Dabei werden vom Konzern
und den Bereichen jeweils eigene unabh¨ angige Regels¨ atze erstellt. Dies gew¨ ahrleistet eine
dezentrale Erstellung und Pﬂege der Regeln. Jedes Dokument, das von einem der Ser-
ver im System des Konzerns abgerufen wird, wird anhand aller Regeln entsprechend ver-
schl¨ usselt. Dabei muss eine hierarchische Priorisierung der Konzernregeln erfolgen k¨ onnen.
So kann gew¨ ahrleistet werden, dass Daten nur von berechtigten Empf¨ angern gelesen wer-
den k¨ onnen.
3.1.5 Delegation und Handeln im Auftrag (SC5)
Eine Person beauftragt einen Dritten, der mit weniger Zugriﬀsrechten ausgestattet ist, f¨ ur
ihn aus einer Datenbank einen Bericht zu erzeugen, der auch sensitive Daten beinhaltet,
welche vom Ersteller nicht eingesehen werden d¨ urfen. Dabei ist es nicht gew¨ unscht, dass
nur die Abfrage im Auftrag erstellt wird und der Auftraggeber damit selber den Bericht
generiert oder die Zugriﬀsrechte zur Erstellung des Berichts weitergegeben werden m¨ ussen.
Beispiel:
Eine Firma hat eine Personaldatenbank, die neben den allgemein zugreifbaren Daten wie
Name und Abteilung auch vertrauliche Daten wie das Gehalt beinhaltet. Ein Assistent
der Firmenleitung soll einen Abteilungsbericht erstellen, der die Geh¨ alter der Angestell-
ten beinhaltet. Allerdings muss das Datenbanksystem (genauer: der Abfrage-Prozessor)
Anfragen des Assistenten ablehnen, die ¨ uber das Gehalt Datens¨ atze selektieren, da sonst
z.B. eine Reihe von Abfragen in der Form ”Gib mir alle Namen, deren Gehalt zwischen
100.000 und 105.000 liegt“ m¨ oglich w¨ are. Dadurch w¨ are aber das Gehalt jeder Person
beliebig genau bestimmbar, obwohl dieses Datum der Vertraulichkeit unterliegt und nicht
direkt einsehbar ist.
L¨ osungsansatz:
Die Datenbank nimmt die Anfrage entgegen und pr¨ uft, dass diese nicht ¨ uber sensitive
Daten selektiert. Dann wird der Bericht erzeugt, wobei die Teile, die der Vertraulichkeit
unterliegen, so verschl¨ usselt werden, dass jeweils nur der berechtigte Personenkreis darauf
zugreifen kann.
3.1.6 Anonymisierte Bestellung (SC6)
Eine Bestellung soll auf elektronischem Wege erfolgen, wobei f¨ ur den Besteller eine Anony-
mit¨ at ¨ ahnlich einem Barkauf garantiert werden soll. F¨ ur alle beteiligten Parteien sollen
nur die Daten einsehbar sein, die f¨ ur ihren jeweiligen Part an dem Gesch¨ aft unverzichtbar
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Beispiel:
Dem Betreiber eines eShops wird eine Bestellung zugesendet. Nach dem Eingang der
Zahlungsbest¨ atigung durch die Bank, l¨ asst er die Waren durch einen Lieferanten an den
Empf¨ anger zustellen. Dem Betreiber ist dabei nur bekannt, welche Waren bestellt wur-
den. Der Bank sollen ausser der zu transferierenden Summe, dem Auftraggeber und dem
Empf¨ anger keine Daten bekannt werden. Der Zusteller wiederum kennt nur die Liefer-
adresse.
Abbildung 3.6: Beispiel zu Szenario SC6 – Durchf¨ uhrung einer anonymisierten Bestellung
L¨ osungsansatz:
Die Bestellung, die dem Betreiber des eShops zugesendet wird, besteht aus drei un-
abh¨ angigen Abschnitten: Der Warenliste, der Zahlungsanweisung und den Empf¨ angerda-
ten. Die Warenliste ist dabei mit dem ¨ oﬀentlichen Schl¨ ussel des Betreibers verschl¨ usselt,
die Zahlungsanweisung mit dem ¨ oﬀentlichen Schl¨ ussel der Bank und die Empf¨ angerdaten
mit dem ¨ oﬀentlichen Schl¨ ussel eines Logistikunternehmens. Der Verk¨ aufer entschl¨ usselt
zun¨ achst die Warenliste und sendet den Abschnitt des Dokumentes mit der Zahlungsan-
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sie eine entsprechende Nachricht an den Betreiber. Dieser ¨ ubergibt darauf den Auftrag
mitsamt den Empf¨ angerdaten an das Logistikunternehmen, das wiederum die Ware aus-
liefert.
3.1.7 Verteilte Systeme mit Ende-zu-Ende-Sicherheit (SC7)
Verteilte Anwendungen, die XML-Daten austauschen oder mittels XML-basierter Pro-
tokolle kommunizieren, sollen so abgesichert werden, dass eine Ende-zu-Ende-Sicherheit
gew¨ ahrleistet ist. M¨ oglichst sollen dabei auch Anwendungen und Protokolle unterst¨ utzt
werden, die bisher keine M¨ oglichkeiten zur Geheimhaltung bieten (z.B. ICE [54], SOAP
[55]), bzw. dieses nur unterhalb der Applikationsebene vorsehen (z.B. ebXML [56]). Die
Integration in bestehende L¨ osungen soll m¨ oglichst transparent erfolgen.
Beispiel:
Mittels mobiler Endger¨ ate sollen Transaktionen mit Partnern in beliebigen Zielsystemen
sicher durchf¨ uhrbar sein, wie z.B. die Durchf¨ uhrung einer Wertpapiertransaktion mit ei-
nem WAP-Handy bei einem Aktienh¨ andler im Internet. Bei solchen verteilten Systemen
besteht Stand heute zwar eine Absicherung auf der Transportebene innerhalb der einzel-
nen Subsysteme, aber diese endet jeweils an den Schnittstellen der Systeme (z.B. WTLS
als Sicherungsschicht bei WAP und SSL im Internet). Es besteht in diesen F¨ allen daher
keine Ende-zu-Ende-Sicherheit (s. Abbildung 3.7).
L¨ osungsansatz:
Die Sicherung der Daten wird direkt auf der Applikationsebene implementiert. Die sensiti-
ven Teile der transferierten XML-Daten werden verschl¨ usselt, so dass nur der berechtigte
Empf¨ anger diese lesen kann. Nicht sensitive Teile k¨ onnen im Klartext bleiben, so dass
z.B. Informationen zum Auﬃnden des Empf¨ angers (engl. routing) lesbar bleiben, damit
die Nachricht weiterhin auf oﬀenen Systemen transferiert werden kann.
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3.2 Anforderungen
Die Diplomarbeit ist im Rahmen eines EU-Projektes (XML-KM) erstellt worden. Anhand
der oben vorgestellten Szenarien und des Einsatzgebietes (XML, Sicherheit und Daten-
banken) ist eine Liste mit Anforderungen in Absprache mit den Projektbeteiligten erstellt
worden, die es zu erf¨ ullen galt.
Dabei standen durch das Projekt von Anfang an gewisse Aspekte im Vordergrund. So
wurde viel Wert auf die Deklarativit¨ at und Verteilbarkeit der zu erstellenden L¨ osung gelegt.
Zudem lag der Fokus ausschliesslich auf der Verwendung von XML-Daten.
Zun¨ achst werden daher Anforderungen gestellt, die f¨ ur ein auf XML-Technologien aufset-
zendes System von Bedeutung sind.
Anforderung 1
XML pur: F¨ ur ein konsistent mit XML-Technologien aufgebautes System ist es notwendig,
dass alle verarbeiteten Daten in Form von XML vorliegen, bzw. XML als Ausgabe erzeugt
wird. Es d¨ urfen an keiner Stelle Daten erzeugt werden, die nicht in XML-Dokumente
eingebettet werden k¨ onnen.
Anforderung 2
XML Namensr¨ aume: XML-Namensr¨ aume sind vollst¨ andig zu unterst¨ utzen. Das heisst,
dass ihr Vorhandensein in Eingabedaten zu ber¨ ucksichtigen ist und bei der Erzeugung von
Ausgaben alle Namensr¨ aume konsistent bleiben.
Nun folgen einige allgemeine Anforderungen an die Verschl¨ usselung von XML-Daten.
Anforderung 3
Wohlgeformtes XML: Die Verschl¨ usselung muss auf beliebige wohlgeformte (engl. well
formed) XML-Daten anwendbar sein. Die Existenz von DTDs oder XML Schemas kann f¨ ur
die zu verschl¨ usselnden Daten nicht vorausgesetzt werden und daher auch keine Grundlage
f¨ ur die Verschl¨ usselung bieten.
Anforderung 4
Partielle Verschl¨ usselung: Die Verschl¨ usselung von Teilen eines XML-Dokuments muss
m¨ oglich sein. Das heisst, dass die Granularit¨ at feiner sein muss als die eines ganzen
Dokuments. Dabei ist die nat¨ urliche Struktur eines XML-Dokuments zu beachten.
Anforderung 5
Super-Verschl¨ usselung: Verschl¨ usselte Teile von Dokumenten m¨ ussen selbst wieder ver-
schl¨ usselbar sein. Das heisst, verschl¨ usselte Teile d¨ urfen keine besonderen Teile eines
Dokuments sein, sondern ganz gew¨ ohnliches XML.
Anforderung 6
Hierarchische Verschl¨ usselung: Ein XML-Dokument weist immer eine Baumstruktur auf.
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Struktur muss bei der Verschl¨ usselung Ber¨ ucksichtigung ﬁnden. Das heisst, dass Zugriﬀe
auf die Bl¨ atter des Baums nur gestattet sein k¨ onnen, wenn alle Knoten auf dem Weg zu
den Bl¨ attern zugreifbar sind.
Die folgenden Anforderungen beziehen sich auf die Verarbeitung von Dokumenten, die
verschl¨ usselte Daten beinhalten.
Anforderung 7
Rekombination verschl¨ usselter XML-Daten: Die Verarbeitung von Dokumenten, die ver-
schl¨ usselte Teile beinhalten, soll so weit wie m¨ oglich gew¨ ahrleistet werden. Zum Beispiel
sollen Teile des Dokuments gel¨ oscht werden d¨ urfen, neue Teile eingef¨ ugt werden k¨ onnen
oder sogar neue Dokumente auf der Basis anderer Dokumente mit verschl¨ usselten Teilen
erstellt werden sollen. Dabei ist davon auszugehen, dass nicht alle Schl¨ ussel vorhanden
sind, um den Klartext vor der Verarbeitung einzusehen und/oder dass die vorherige Ent-
schl¨ usselung nicht gew¨ unscht ist.
Anforderung 8
Weiterverarbeitung: Dokumente, die verschl¨ usselte Teile beinhalten, k¨ onnen von anderen
Applikationen weiterverarbeitet werden. Dabei sollen so weit wie m¨ oglich Seiteneﬀekte
vermieden werden. Das heisst zum einen, dass die Applikation aus den verschl¨ usselten
Teilen keine falschen Daten herauslesen sollte und auch sonst so wenig wie m¨ oglich in
ihrer Arbeit behindert werden soll. Zum anderen m¨ ussen verschl¨ usselte Teile nach einer
solchen Verarbeitung wieder korrekt entschl¨ usselbar sein, sofern die Applikation keine dazu
unbedingt notwendigen Daten zerst¨ ort hat.
Nun folgen Anforderungen an den Transport und die Verwendung von Sitzungsschl¨ usseln.
Anforderung 9
Transport von Sitzungsschl¨ usseln innerhalb des Kommunikationsbandes: Sitzungsschl¨ ussel
m¨ ussen direkt innerhalb des XML-Dokuments, das die verschl¨ usselten Teile beinhaltet,
transportiert werden k¨ onnen. In diesem Fall darf eine weitere Kommunikation nicht Vor-
aussetzung zur Erlangung der Schl¨ ussel sein.
Anforderung 10
Transport von Sitzungsschl¨ usseln ausserhalb des Kommunikationsbandes: Alternativ m¨ us-
sen Sitzungsschl¨ ussel auch von ausserhalb des XML-Dokuments, das die verschl¨ usselten
Teile beinhaltet, zur Verf¨ ugung gestellt werden k¨ onnen.
Anforderung 11
Wiederverwendung von Sitzungsschl¨ usseln: Sitzungsschl¨ ussel m¨ ussen innerhalb eines Do-
kuments wiederverwendet werden k¨ onnen. Weist ein XML-Dokument viele verschl¨ usselte
Teile f¨ ur den/die gleichen Empf¨ anger auf, so ist es ineﬃzient, f¨ ur jedes einen neuen Sit-
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Anforderung 12
Mehrere Empf¨ anger: Verschl¨ usselte Teile eines XML-Dokuments m¨ ussen bei Bedarf von
mehr als einem Empf¨ anger entschl¨ usselt werden k¨ onnen. Dazu darf nicht das Vorhanden-
sein eines geteilten Schl¨ ussels vorausgesetzt werden.
Anforderung 13
Empf¨ anger in dynamischen Gruppen: Nach M¨ oglichkeit sind dynamische Empf¨ angergrup-
pen zu unterst¨ utzen. Das heisst, dass sich die Zusammensetzung der Gruppe sehr h¨ auﬁg
¨ andert, so dass eine weitergehende Kontrolle ¨ uber die erlaubten Zugriﬀe auf die ver-
schl¨ usselten Daten w¨ unschenswert ist, als diese einmalig an eine fest deﬁnierte Gruppe
zu versenden.
Die n¨ achsten Punkte deﬁnieren Anforderungen an den Umgang mit der Verschl¨ usselung.
Anforderung 14
Flexibel: Die Verschl¨ usselung muss ﬂexibel auf beliebige XML-Daten anwendbar sein. Das
heisst, dass ein Benutzer adhoc die Verschl¨ usselung oder Entschl¨ usselung von XML-Daten
durchf¨ uhren k¨ onnen soll oder Anpassungen an ge¨ anderte Bedingungen vornehmen k¨ onnen
soll, ohne dass er dazu programmieren k¨ onnen muss.
Anforderung 15
Deklarative Beschreibung: Im Zusammenhang mit der letzten Anforderung ist hiermit
weiterhin festgelegt, dass die Beschreibung des gew¨ unschten Ergebnisses zur Ver- und/oder
Entschl¨ usselung in deklarativer Form erfolgen muss. Das Augenmerk soll f¨ ur den Benutzer
also nicht auf der Beschreibung der durchzuf¨ uhrenden Schritte liegen (also: wie wird das
Ziel erreicht), sondern nur darauf, was f¨ ur ein Ergebnis er erzielen will.
Anforderung 16
Verteilte Pﬂege: Das Ergebnis der durchzuf¨ uhrenden Verschl¨ usselung muss auch in einem
verteilten System beschrieben werden k¨ onnen. Das heisst, dass mehrere Benutzer un-
abh¨ angig voneinander die von ihnen gew¨ unschten Ergebnisse formulieren, verwalten und
pﬂegen k¨ onnen sollen.
Im Hinblick auf die beim W3C entstehenden Standards zur Signierung und Verschl¨ usselung
von XML-Daten [57, 50] sind die folgende Anforderungen aufgenommen worden.
Anforderung 17
Vertrauensw¨ urdigkeit: Der kommende Standard zur Signierung von XML-Daten soll ein-
gesetzt werden k¨ onnen, um die Vertrauensw¨ urdigkeit der verschl¨ usselten XML-Daten zu
garantieren.
Anforderung 18
Erweiterbarkeit: Die Architektur zur Verschl¨ usselung darf nicht auf die im Rahmen dieser
Arbeit erstellte Speziﬁkation zur Verschl¨ usselung von XML-Daten beschr¨ ankt sein. Al-
ternativ soll der Einsatz des kommenden Standards des W3Cs f¨ ur die Verschl¨ usselung
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Nachdem nun die Anforderungen und Einsatz-Szenarien f¨ ur die zu erstellende Architek-
tur und die Verschl¨ usselung bekannt sind, erfolgt im n¨ achsten Kapitel die Erstellung ei-
ner vollst¨ andigen Speziﬁkation zur Verschl¨ usselung und Entschl¨ usselung von XML-Daten.
Im darauf folgenden Kapitel wird dann auf Basis der Anforderungen eine erweiterbare
Architektur zur ﬂexiblen Verschl¨ usselung von XML-Daten vorgestellt. Diese Aufteilung
gew¨ ahrleistet eine hohe Wiederverwendbarkeit der einzelnen Teile und ein systematisches
Vorgehen.Kapitel 4
Verschl¨ usselung von XML-Daten
Zur Ver- und Entschl¨ usselung von XML-Daten wird eine Speziﬁkation ben¨ otigt, die Syntax
und Semantik der verschl¨ usselten XML-Datenstrukturen beschreibt. Insgesamt ergibt
sich daraus ein Protokoll, bei dessen Einhaltung die Kommunikation zweier unabh¨ angiger
Partner, die verschiedene Implementierungen der Speziﬁkation benutzen, erm¨ oglicht wird.
Im Laufe dieses Kapitels wird diese Speziﬁkation entwickelt. Zun¨ achst werden dabei die
¨ Uberlegungen und Entscheidungen beim Entwurfsprozess diskutiert. Dies erfolgt unter
Einbeziehung der Anforderungen aus Abschnitt 3.2. Daran schliesst sich die eigentliche
Speziﬁkation zur Ver- und Entschl¨ usselung von XML-Daten an.
Abschliessend wird kurz auf die angrenzenden Themengebiete Vertrauensw¨ urdigkeit und
die Unterst¨ utzung grosser dynamischer Empf¨ angergruppen eingegangen.
4.1 Motivation
Damit verschl¨ usselte Daten in XML-Dokumenten repr¨ asentiert werden k¨ onnen (Anfor-
derung 1), m¨ ussen sie selbst wiederum in XML eingebettet werden. Dies gilt selbst-
verst¨ andlich auch f¨ ur alle notwendigen Meta-Daten (wie z.B. Schl¨ ussel-Informationen),
die zum sp¨ ateren Entschl¨ usseln ben¨ otigt werden. Daher muss hierf¨ ur ein entsprechendes
Schema modelliert werden. Die ¨ Uberlegungen, die zur der Entwicklung dieses XML Sche-
mas und der zugeh¨ origen Verarbeitungsvorschriften gef¨ uhrt haben, werden im Folgenden
vorgestellt.
4.1.1 Identiﬁkation durch Namensr¨ aume
Die Verschl¨ usselung muss auf beliebige wohlgeformte (engl. well formed) XML-Daten an-
wendbar sein (Anforderung 3). Diese k¨ onnen nat¨ urlich auch beliebigen DTDs oder Sche-
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mas gen¨ ugen. Zudem sollen auch nur Teile eines Dokuments verschl¨ usselt werden k¨ onnen
oder sogar verschiedene Teile mit jeweils verschiedenen Speziﬁkationen verschl¨ usselbar
sein (Anforderung 4). Die Bereiche von XML-Dokumenten, die verschl¨ usselte XML-Daten
beinhalten, die dem in diesem Kapitel speziﬁzierten Schema f¨ ur die Verschl¨ usselung ge-
horchen, m¨ ussen daher eineindeutig identiﬁziert und eﬀektiv zugegriﬀen werden k¨ onnen.
All das wird durch die Verwendung eines eineindeutigen XML-Namensraums f¨ ur
verschl¨ usselte XML-Daten erreicht. Sp¨ atere Versionen und Erweiterungen m¨ ussen durch
Verwendung eines neuen Namensraums kenntlich gemacht werden.
4.1.2 Hierarchische Verschl¨ usselung und Super-Verschl¨ usselung
Die Verschl¨ usselung soll die hierarchische Natur von XML-Daten abbilden k¨ onnen, indem
sie dem entsprechend auch eine hierarchische Verschl¨ usselung unterst¨ utzt (Anforderung 6).
In der Terminologie eines DOM-Baums erfolgt eine hierarchische Verschl¨ usselung,
wenn im Baum verschl¨ usselte Knoten vorhanden sind und dann ein Element-Knoten ver-
schl¨ usselt wird, der n¨ aher an der Wurzel liegt als einer der bereits verschl¨ usselten Kno-
ten. Liegen mehrere zu verschl¨ usselnde Element-Knoten auf verschiedenen Ebenen des
DOM-Baums vor, so muss also die Verschl¨ usselung rekursiv von den Bl¨ attern zur Wurzel
erfolgen. Daher m¨ ussen auch alle Elemente, die verschl¨ usselte XML-Daten repr¨ asentieren,
selbst wieder verschl¨ usselt werden k¨ onnen. Dies wird hier als Super-Verschl¨ usselung
bezeichnet. Diese zu unterst¨ utzen wird auch schon durch Anforderung 5 verlangt.
Daraus folgt direkt, dass die strukturelle Hierarchie der Elemente eines XML-Dokuments
bzw. seiner DTD/Schemas bei der Verschl¨ usselung relevant ist: Je h¨ oher ein Element in
der Hierarchie steht, desto ”wichtiger“ ist es. Wird z.B. das Wurzel-Element verschl¨ usselt,
so kann keines seiner Kind-Elemente mehr direkt eingesehen werden, auch wenn f¨ ur den
Zugriﬀ auf diese ein Schl¨ ussel vorhanden sein sollte.
Es ist dabei wichtig anzumerken, dass die Festlegung einer Struktur f¨ ur XML-Daten nor-
malerweise nicht unter dem Gesichtspunkt einer Berechtigungs-Hierarchie erfolgt, sondern
z.B. von semantischen ¨ Uberlegungen geleitet wird. Diese Problemstellungen liegen daher
vollst¨ andig orthogonal zueinander. Dies kann zum Beispiel dazu f¨ uhren, dass die ver-
traulichen Daten f¨ ur das Management nur in den Bl¨ attern des DOM-Baums stehen, aber
schon f¨ ur Sachbearbeiter eine Verschl¨ usselung ab der Wurzel des Baums notwendig ist.
Damit ein Manager auf seine Daten weiterhin zugreifen kann, muss die Wurzel also sowohl
mit dessen Schl¨ ussel als auch mit dem des Sachbearbeiters entschl¨ usselt werden k¨ onnen.
Noch komplexer ist der umgekehrte Fall: Die Daten f¨ ur den Sachbearbeiter stehen in
den Bl¨ attern des Baums und die Wurzel mit allen Kindern ist f¨ ur das Management zu
verschl¨ usseln. Hier bleibt nur die M¨ oglichkeit, alle Elemente von der Wurzel bis zu den
Bl¨ attern unverschl¨ usselt zu lassen und nur deren Text-Knoten und die Attribute der Ele-
mente f¨ ur die jeweils gew¨ unschten Empf¨ anger zu verschl¨ usseln. Dies reicht f¨ ur die F¨ alle
aus, in denen die Struktur in Form der Namen der Elemente im Klartext bleiben kann, weil
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zugreifbar und werden so verschl¨ usselt, dass sowohl Manager als auch Sachbearbeiter sie
entschl¨ usseln k¨ onnen. All dies muss bei der Erstellung von Regeln zur Verschl¨ usselung
von XML-Dokumente Ber¨ ucksichtigung ﬁnden!
Das heisst, dass eine hierarchische Verschl¨ usselung auch nach Sicherheits-Richtlinien (engl.
security policies) erfolgen sollte, die festlegen, welche Schl¨ ussel (bzw. Empf¨ anger) Vorrang
vor anderen haben. Diese ¨ Uberlegungen f¨ uhren aber ¨ uber die hier diskutierte Speziﬁkation
f¨ ur die Verschl¨ usselung von XML-Daten hinaus und werden an geeigneter Stelle vertieft
(s. Abschnitt 5.3.1).
4.1.3 Daten-Modell und Festlegung der Granularit¨ at
Da die hierarchische Verschl¨ usselung wie oben beschrieben nur auf einem Baum sinnvoll
deﬁniert werden kann, muss die Verschl¨ usselung von XML-Daten auf einem Baum-Modell
aufsetzen. Dazu bietet sich DOM [29] an, dessen Terminologie zur Beschreibung von
Knoten auch im Weiteren verwendet wird.
Aufgrund der obigen ¨ Uberlegungen zur hierarchischen Verschl¨ usselung wird jetzt die Gra-
nularit¨ at f¨ ur die Verschl¨ usselung von XML-Daten festgelegt:
Element: Ein Element-Knoten inklusive aller seiner zugeordneten Attribut-Knoten und
aller untergeordneten Kindes-Knoten.
Attribut: Ein einzelner Attribut-Knoten.
Text: Ein einzelner Text-Knoten.
Dies sind alle wesentlichen Information tragenden Teile eines XML-Dokuments und sie
sind ausreichend, um sowohl ein Dokument nahezu komplett zu verschl¨ usseln – indem
das Wurzel-Element verschl¨ usselt wird – als auch sensitive Teile f¨ ur jeweils unterschiedlich
berechtigte Empf¨ anger. Zudem ist damit auch Anforderung 4 erf¨ ullbar.
Ein XML-Dokument komplett zu verschl¨ usseln, indem der Knoten verschl¨ usselt wird,
der den gesamten DOM-Dokumenten-Baum repr¨ asentiert, wird nicht unterst¨ utzt, weil
ein DOM-Baum nicht alle Informationen aus dem urspr¨ unglichen Dokument beinhaltet.
Wird dies ben¨ otigt, so empﬁehlt es sich daher, das XML-Dokument direkt als Datei zu
verschl¨ usseln (s. auch Abschnitt 4.2.8).
4.1.4 Prinzip der Stabilit¨ at
Bei verschiedenen Szenarios (s. Abschnitt 3.1.3 und 3.1.6) wird davon ausgegangen, dass
XML-Dokumente, die ganz oder teilweise verschl¨ usselt sind, sp¨ ater weiterverarbeitet wer-
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muss die Repr¨ asentation der verschl¨ usselten Daten m¨ oglichst stabil gegen ¨ Anderungen
sein, bzw. sinnvolle ¨ Anderungen m¨ oglich machen. Also darf das Einf¨ ugen von Kno-
ten oder die Reorganisation des DOM-Baums die Verschl¨ usselung nicht zerbrechen, d.h.
die sp¨ atere Entschl¨ usselung der Daten nicht unm¨ oglich machen (z.B. indem ben¨ otigte
Schl¨ ussel-Informationen verloren gehen oder nicht mehr eindeutig zugeordnet werden k¨ on-
nen). Selbstverst¨ andlich st¨ osst man dabei an Grenzen, z.B. wenn vorliegende verschl¨ usselte
Daten oder ihre zugeh¨ origen Meta-Daten (z.B. Sitzungsschl¨ ussel) einfach ge¨ andert oder gar
gel¨ oscht werden. Dieses Prinzip der Stabilit¨ at steht auch bei den folgenden ¨ Uberlegungen
immer mit im Vordergrund.
Der sinnvolle Umgang mit XML-Daten, die verschl¨ usselte Daten beinhalten, liegt also in
der Verantwortung der weiterverarbeitenden Applikation. Da auch bei der hierarchischen
Verschl¨ usselung der DOM-Baum reorganisiert wird, kann die Ver- und Entschl¨ usselung
in diesem Zusammenhang ebenfalls als eine weiterverarbeitende Applikation aufgefasst
werden. Eine detailliertere Betrachtung der dabei zu ber¨ ucksichtigenden Regeln erfolgt
im Rahmen der Speziﬁkation (s. Abschnitt 4.2.7).
4.1.5 Plazierung verschl¨ usselter Knoten
Wenn ein Teil eines XML-Dokuments verschl¨ usselt wird, so soll der vorher vorhande-
ne Klartext gel¨ oscht und direkt an der gleichen Stelle durch seine verschl¨ usselte Re-
pr¨ asentation ersetzt werden. Diese L¨ osung ist einfach und stabil (s. oben) und funktioniert
gut bei Elementen und Text-Knoten.
F¨ ur Attribute muss allerdings eine andere L¨ osung gefunden werden, weil sie Teil eines
Elements sind und nur schwierig einzeln repr¨ asentiert werden k¨ onnen. Die Alternative,
nur den Wert des Attributs durch seine verschl¨ usselte Form zu substituieren, wird explizit
nicht verfolgt, weil dann die Gefahr best¨ unde, dass dieser verschl¨ usselte Wert von weiter-
verarbeitenden Applikationen f¨ alschlicherweise als der eﬀektive Wert benutzt w¨ urde. Dies
widerspricht aber der Anforderung 8.
Zun¨ achst ist daher klar, dass die Attribute in ein eigenst¨ andiges XML-Element mit ver-
schl¨ usseltem Inhalt eingebettet werden m¨ ussen, weil sie anders innerhalb eines XML-
Dokuments nicht repr¨ asentiert werden k¨ onnen. Diese werden dann zu direkten Kind-
Elementen des zugeh¨ origen Elements. Die Zuordnung eines verschl¨ usselten Attributs zu
seinem Element erfolgt also ¨ uber die Hierarchie der Knoten im Baum.
Diese Zuordnung ist relativ lose, was dem Prinzip der Stabilit¨ at zuwider l¨ auft. Eine andere
M¨ oglichkeit best¨ unde in einer expliziten Referenzierung ¨ uber den von XML vorgesehenen
ID/IDREF-Mechanismus. Diese ist zwar stabil, aber kann hier nicht benutzt werden,
da es bei der hierarchischen Verschl¨ usselung und der Komposition verschl¨ usselter XML-
Daten zu Problemen f¨ uhrt: So m¨ usste garantiert werden k¨ onnen, dass in den vorhandenen
verschl¨ usselten XML-Daten keine ID doppelt auftreten kann oder mit einer anderen im
Dokument schon vorhandenen kollidiert, denn dies ist nach der XML-Speziﬁkation nicht
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tiert werden. Dies widerspr¨ ache aber Anforderung 7. Da auch keine Alternative gefunden
wurde, die keinerlei Nachteile mit sich bringt, bleibt also nur ¨ ubrig, den Verlust an Sta-
bilit¨ at gegen den Verlust der M¨ oglichkeit zur Erf¨ ullung von Anforderung 7 abzuw¨ agen.
Da letzterer hier h¨ oher bewertet wird, weil sie die Anwendungsm¨ oglichkeiten zur Ver-
schl¨ usselung einschr¨ anken w¨ urde, ist die Entscheidung zu Gunsten der losen Kopplung
gefallen.
Damit dann bei ¨ Anderungen am XML-Dokument die verschl¨ usselten Attribute immer den
korrekten Elementen zugeordnet werden k¨ onnen, muss zum einen gefordert werden, dass
diese immer in der ersten Nachfolger-Ebene des zugeh¨ origen Elements verbleiben m¨ ussen
(vergl. Abschnitt 4.2.7). Zum anderen muss f¨ ur die weiterverarbeitende Applikation er-
kennbar sein, wo es sich um ein verschl¨ usseltes Attribut handelt. Denn sonst k¨ onnte sie
nicht angemessen reagieren (Anforderung 7). Zum Beispiel muss sie beim Kopieren eines
Elements, das verschl¨ usselte Attribute beinhaltet, diese ebenfalls kopieren.
4.1.6 Grobe Modellierung des Schemas
Jeder verschl¨ usselte Knoten wird also durch ein Element repr¨ asentiert. Dieses muss sowohl
die verschl¨ usselten XML-Daten beinhalten als auch die Meta-Daten, die notwendig sind,
um eine Entschl¨ usselung durchf¨ uhren zu k¨ onnen. Es wird EncryptedData als Bezeich-
nung f¨ ur dieses Element gew¨ ahlt.
Betrachtet man Anforderung 9, wonach die XML-Daten mit einem Sitzungsschl¨ ussel ver-
schl¨ usselt werden m¨ ussen, der selber wiederum mit dem ¨ oﬀentlichen Schl¨ ussel eines Em-
pf¨ angers verschl¨ usselt werden muss (Schl¨ usseltransport innerhalb des Kommunikations-
bandes – s. Abschnitt 2.1.3), so bietet es sich an, diesen ebenfalls in einem eigenen Element
zu repr¨ asentieren. Dieses wird EncryptedKey genannt. Es beinhaltet den Sitzungs-
schl¨ ussel f¨ ur das EncryptedData-Element dessen Kind-Element es ist. Diese Zuordnung
ist einfach und stabil.
Da sowohl innerhalb von EncryptedData als auch innerhalb von EncryptedKey verschl¨ us-
selte Daten beinhaltet sind, werden diese in einem Element zusammengefasst, das dann
als Kindelement in beiden verwendet werden kann. Dieses Element wird mit CipherData
bezeichnet.
Innerhalb von CipherData werden nun alle Daten und Meta-Daten zusammengefasst, die
zur Entschl¨ usselung der chiﬀrierten Daten ben¨ otigt werden. Dies sind zum einen die ver-
schl¨ usselten Daten selbst, die in einem CipherText-Element abgelegt werden. Aber eben-
so sind der zu verwendende Verschl¨ usselungs-Algorithmus als auch algorithmusspeziﬁsche
Eingabe-Daten anzugeben, wozu ein weiteres Element mit dem Namen EncryptionMethod
benutzt wird.
Um Empf¨ angergruppen unterst¨ utzen zu k¨ onnen, die nicht ¨ uber einen geteilten Schl¨ ussel
verf¨ ugen (Anforderung 12), muss innerhalb eines EncryptedKey-Elements der verwen-
dete Sitzungsschl¨ ussel individuell f¨ ur jeden Empf¨ anger mit dessen ¨ oﬀentlichen Schl¨ ussel46 KAPITEL 4. VERSCHL¨ USSELUNG VON XML-DATEN
verschl¨ usselt abgelegt werden k¨ onnen. Dies kann abgebildet werden, indem f¨ ur jeden
Empf¨ anger ein eigenes Receiver-Element benutzt wird, um die f¨ ur ihn bestimmten Da-
ten aufzunehmen.
Wenn in einem EncryptedKey-Element nun Schl¨ ussel f¨ ur einen oder mehrere Empf¨ anger
vorhanden sind, so muss es jedem Empf¨ anger m¨ oglich sein, die f¨ ur ihn bestimmten Daten
zu identiﬁzieren. Es wird also ein Adressierungsverfahren ben¨ otigt. Dabei bietet es sich
an, einen Empf¨ anger ¨ uber dessen ¨ oﬀentlichen Schl¨ ussel zu adressieren, da dieser ihm ein-
deutig zugeordnet ist. F¨ ur geteilte Schl¨ ussel gilt das ebenfalls, nur dass nicht eine einzelner
Empf¨ anger, sondern eine Gruppe dadurch eindeutig adressiert wird. Dazu bietet sich die
Verwendung des KeyInfo-Elements aus der Speziﬁkation von XML Signature [57, Ab-
schnitt 4.4] an, das diese Aufgabe bei Signaturen wahrnimmt und alle Arten von Schl¨ usseln
f¨ ur die verschiedensten Standards beinhalten kann. Allerdings ist der Kontext dort ein
anderer: Da zur ¨ Uberpr¨ ufung einer Signatur der ¨ oﬀentliche Schl¨ ussel ben¨ otigt wird, kann
dieser direkt mit den signierten Daten versendet werden. Bei der Verschl¨ usselung ist
dies nicht m¨ oglich, weil die Herausgabe des privaten Schl¨ ussels unterbleiben muss. Der
Empf¨ anger muss daher von dem in KeyInfo angegebenen ¨ oﬀentlichen Schl¨ ussel auf den
ben¨ otigten zugeh¨ origen privaten Schl¨ ussel schliessen. Gewissermassen ergibt sich dadurch
ein zus¨ atzlicher Indirektionsschritt auf Seiten des Empf¨ angers. Alternativ bietet KeyIn-
fo aber auch die Adressierung ¨ uber einen Namen an. Allerdings sollte die Verwendung
von KeyInfo immer optional sein, weil die Kommunikationspartner die darin enthaltenen
Information auch vorab vereinbaren k¨ onnen.
4.1.7 Schl¨ usseltransport und -wiederverwendung
Wie Sitzungsschl¨ ussel innerhalb des Kommunikationsbandes ausgetauscht werden ist schon
oben bei der Einf¨ uhrung des EncryptedKey-Elements dargestellt worden. Es bleiben aber
noch die Anforderungen 10 und 11 zu erf¨ ullen, wonach zum einen der Transport von
Sitzungsschl¨ usseln ausserhalb des Kommunikationsbandes (s. Abschnitt 2.1.3)
und zum anderen die Wiederverwendung von Sitzungsschl¨ usseln erm¨ oglicht wer-
den sollen. Letzteres bedeutet, dass die verschl¨ usselten Inhalte mehrerer EncryptedData-
Elemente mit dem selben Sitzungsschl¨ ussel entschl¨ usselt werden k¨ onnen.
Beide Anforderungen werden durch die Verwendung des RetrievalMethod-Elements
[57, Abschnitt 4.4.3] von KeyInfo erf¨ ullt. Dieses bietet eine M¨ oglichkeit, um Schl¨ ussel an
einer anderen Lokation zu adressieren. Diese kann sowohl innerhalb des gleichen XML-
Dokuments als auch ausserhalb davon sein. Die Einbindung des KeyInfo-Elements in
das Schema zur Verschl¨ usselung ist dabei einfach m¨ oglich, weil XML Schema das Im-
portieren von Elementen aus anderen Schemas unterst¨ utzt. Allerdings muss durch den
ge¨ anderten Anwendungskontext gefordert werden, dass RetrievalMethod auf ein Encryp-
tedKey-Element verweisen muss, wohingegen in der urspr¨ unglichen Speziﬁkation ein Ver-
weise auf ein KeyInfo-Element gefordert wird. Kenntlich gemacht wird dies durch die
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Um einen Sitzungsschl¨ ussel wiederzuverwenden wird er im gleichen Dokument durch ein
RetrievalMethod-Element adressiert. Da das Dokument zu diesem Zeitpunkt schon vor-
liegen muss, wird keine zus¨ atzliche Kommunikation ben¨ otigt. Liegt der referenzierte
Schl¨ ussel nicht im gleichen Dokument, so wird dieser nachtr¨ aglich von der angegebenen
Lokation geholt. Wie dieser Mechanismus ebenfalls zur Erf¨ ullung von Anforderung 13
benutzt werden kann, wird in Abschnitt 4.4 dargelegt.
Um ein EncryptedKey-Element wie beschrieben lokalisieren zu k¨ onnen, muss es ein At-
tribut bekommen, das einen Wert vom Typ ”ID“ aufnehmen kann, wenn dieses Element
referenziert wird. Zudem muss es m¨ oglich sein, einen EncryptedKey als eigenst¨ andiges
Element – also auch ausserhalb eines EncryptedData-Elements – zu verwenden, um es in
externen Dokumenten getrennt ablegen zu k¨ onnen.
Zudem muss innerhalb eines EncryptedData-Elements neben der Verwendung eines En-
cryptedKey-Elements, das den Sitzungsschl¨ ussel selbst beinhaltet, auch die Verwendung
eines KeyInfo-Elements m¨ oglich sein, das auf den Sitzungsschl¨ ussel in einem Encrypted-
Key-Element an einem anderen Ort verweist.
Damit gibt es in der Speziﬁkation zwei Elemente (EncryptedData und EncryptedKey), die
verschl¨ usselte Inhalte repr¨ asentieren und einzeln auftreten k¨ onnen. Beide k¨ onnen wieder-
um verschl¨ usselt werden (Super-Verschl¨ usselung), wobei allerdings auch bei EncryptedKey
spezielle Bedingungen zu erf¨ ullen sind, um die Weiterverarbeitung des Dokuments nicht
unm¨ oglich zu machen. Zum Beispiel kommt es zu unl¨ osbaren Problemen, wenn ein ver-
schl¨ usseltes Element verschl¨ usselt wird, das einen Sitzungsschl¨ ussel im gleichen Dokument
referenziert und dann dieser Sitzungsschl¨ ussel zu einem sp¨ ateren Zeitpunkt entfernt wird,
weil keine direkte Referenzierung mehr vorliegt. Regeln f¨ ur den Umgang mit diesen Si-
tuationen werden im Abschnitt 4.2.7 der Speziﬁkation aufgestellt.
4.1.8 Verschl¨ usselungs-Schemas
Die Auswahl der verwendeten Verschl¨ usselungs-Schemas richtete sich an der CMS-Spezi-
ﬁkation [5] aus (s. Abschnitt 2.1.1).
Zur Verschl¨ usselung von XML-Daten wird daher DES-ede mit CBC-Modus verwen-
det (vergl. [5, Abschnitt 12.4.1]). RSA wird zum Transport f¨ ur die DES-ede Sitzungs-
schl¨ ussel benutzt (vergl. [5, Abschnitt 12.3.2.1]). CMS verweist f¨ ur die Speziﬁkation
zur Verschl¨ usselung mittels RSA wiederum auf PKCS #1 [4], worin das verwendete
Verschl¨ usselungs-Schema mit ”RSAES-PKCS1-v1 5“ bezeichnet wird. Dabei darf RSA
gem¨ ass der CMS-Speziﬁkation ausschliesslich nur zur Verschl¨ usselung von Sitzungsschl¨ us-
seln verwendet werden und nie um XML-Daten zu verschl¨ usseln, weil sonst eine Kompro-
mittierung der chiﬀrierten Daten wahrscheinlicher wird (vergl. Abschnitt 4.2.4.2).
F¨ ur DES-ede wird hier die Verwendung von drei Schl¨ usseln vorgeschrieben, so dass sich
eine Schl¨ usselst¨ arke von 168 Bits ergibt. Bei der Verschl¨ usselung muss jedesmal ein
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um den CBC-Modus zu initialisieren [5, Abschnitt 12.4.1]. In CMS ist auch die Verwen-
dung von zwei Schl¨ usseln erlaubt, was aber nat¨ urlich einer schw¨ acheren Verschl¨ usselung
entspricht. F¨ ur RSA sind Schl¨ ussel mit mindestens 1024 Bit zu verwenden.
Zum Auﬀ¨ ullen der nach DES-ede verschl¨ usselten Oktets (engl. padding) wird das in
PKCS #5 [58, Abschnitt 6.1.1] speziﬁzierte Verfahren verwendet. Dies ist das gleiche wie
das in CMS beschriebene, beschr¨ ankt aber die L¨ ange des Paddings auf maximal 8 Oktets,
was f¨ ur DES-ede ausreichend ist, weil dabei immer in Bl¨ ocke von 8 Oktets verschl¨ usselt
wird und somit zum Auﬀ¨ ullen des letzten Blocks auch nie mehr als 8 Oktets ben¨ otigt
werden.
In CMS wird f¨ ur jedes Verfahren eine Algorithmus-ID speziﬁziert. Diese werden dann
nach ASN.1 [59] generiert und nach BER [60] kodiert. Dies ist aber bei der Verwendung in
XML-Dokumenten unn¨ otig, weil mit der Verwendung von XML bereits ein austauschbares
Datenformat vorliegt. In der Speziﬁkation werden die verwendeten Algorithmen daher
mittels eindeutiger URLs speziﬁziert und als Ref -Attribut dem EncryptionMethod-
Element beigeordnet.
Zun¨ achst bestand die Absicht, statt der oben speziﬁzierten Verfahren modernere einzu-
setzen, die als noch sicherer gelten. Bei den asymmetrischen Verfahren sollte zun¨ achst
RSA mit dem als ”RSAES-OAEP“ bezeichneten Verschl¨ usselungs-Schema eingesetzt wer-
den. Letzteres wird in [4, Kapitel 7] auch ausdr¨ ucklich empfohlen. Da aber f¨ ur Java kein
Security Provider gefunden werden konnte, der dieses neuere Verschl¨ usselungs-Schema
unterst¨ utzt, ﬁel die Wahl dann auf das ¨ altere Verfahren.
Bei der symmetrischen Verschl¨ usselung waren alternativ IDEA [61] und AES [62] in der
engeren Auswahl. AES wurde nicht gew¨ ahlt, da die Standardisierung zur Zeit noch nicht
vollst¨ andig abgeschlossen ist1. Bei IDEA ergaben sich lizenzrechtliche Probleme, weil die-
ses Verfahren in vielen L¨ andern patentiert ist2, was die freie Verwendbarkeit eingeschr¨ ankt
h¨ atte. Daher wurde letztlich DES-ede ausgew¨ ahlt.
4.1.9 Serialisierung
Bevor ein Knoten im DOM-Baum verschl¨ usselt werden kann, muss er zun¨ achst seriali-
siert werden. Dies ist notwendig, weil Verschl¨ usselungs-Algorithmen nicht direkt auf dem
abstrakten Datenmodell eines DOM-Baums arbeiten k¨ onnen, sondern auf Oktets deﬁniert
sind. Also muss aus den zu verschl¨ usselnden Knoten eine Folge von Daten erzeugt werden,
die in einem Bin¨ arformat vorliegen.
Dazu wird f¨ ur Element- und Text-Knoten direkt auf ihre Darstellung in XML zur¨ uck-
gegriffen, die dann als eine Liste von Oktets interpretiert wird. Die zu verschl¨ usselnden
Element-Knoten k¨ onnen in beliebigen XML-Namensr¨ aumen liegen, weshalb es m¨ oglich
sein muss, diese in jedem Fall beim Entschl¨ usseln wieder herzustellen (Anforderung 2).
1siehe http://csrc.nist.gov/encryption/aes/
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Damit dies gelingen kann, m¨ ussen alle relevanten Namensr¨ aume nach der Serialisierung
vollst¨ andig vorhanden sein. Text-Knoten brauchen dabei nicht weiter ber¨ ucksichtigt zu
werden, weil sie nie einem Namensraum zugeh¨ orig sind.
F¨ ur die Serialisierung von Attributen muss allerdings eine spezielle L¨ osung gefunden wer-
den, weil ein Attribut f¨ ur sich alleine keine Repr¨ asentation in XML hat. Zudem muss
die Serialisierung eines Attributs, das mittels eines Pr¨ aﬁxes einem Namensraum zugeord-
net ist, diesen beinhalten, um ihn sp¨ ater wiederherstellen zu k¨ onnen. Daher wird in der
Speziﬁkation ein Verfahren zur Serialisierung von Attributen deﬁniert (s. Abschnitt 4.2.2).
Eine Darstellung in Form von XML setzt die Verwendung einer Zeichenkodierung voraus.
Hier wird UTF-8 zur Serialisierung fest vorgegeben.
Die Festlegung einer ﬁxen Zeichenkodierung ist in diesem Fall wichtig, weil sich bei Do-
kumenten durch deren Verarbeitung ihre Zeichenkodierung ¨ andern kann. Geschieht dies
zwischen der Ver- und Entschl¨ usselung von Teilen des Dokuments, so muss garantiert wer-
den k¨ onnen, dass die entschl¨ usselten Daten mit der korrekten Zeichenkodierung eingef¨ ugt
werden k¨ onnen. Dieser Fall ist laut Anforderungen 8 und 7 abzudecken. Eine Alter-
native w¨ are, die zum Zeitpunkt der Serialisierung vorliegende Zeichenkodierung explizit
anzugeben. Hier wird aber der einfachere Weg gew¨ ahlt, eine Kodierung fest vorzugeben.
So kann bei der Entschl¨ usselung falls notwendig eine Konvertierung der entschl¨ usselten
XML-Daten in die Zeichenkodierung des Dokuments vorgenommen werden.
4.1.10 Repr¨ asentation verschl¨ usselter Daten
Weiterhin muss eine M¨ oglichkeit zur Repr¨ asentation verschl¨ usselter Daten deﬁniert wer-
den, denn in XML k¨ onnen bin¨ are Daten – die ja das Ergebnis einer Verschl¨ usselung sind
– nicht dargestellt werden. Hier bietet sich die Verwendung von Base64 [63] an, das eine
Kodierung von bin¨ aren Daten als ASCII-Text speziﬁziert. Nach diesem Standard kodier-
ter Text kann problemlos in XML benutzt werden, da garantiert wird, dass in ihm keines
der in XML reservierten Zeichen (wie z.B. ”<“) verwendet wird.
4.1.11 Garantie der Vertraulichkeit
Mit der Auswahl obiger Verschl¨ usselungs-Algorithmen kann die Vertraulichkeit Stand heu-
te so weit wie m¨ oglich garantiert werden, weil die von CMS speziﬁzierten Verfahren allen
Angriﬀen bisher stand gehalten haben und von der Forschung gut untersucht sind. Mit
der Entdeckung neuer Forschungsergebnisse im Bereich der Kryptanalyse kann sich dies
nat¨ urlich ¨ andern. Zudem ist die Vertraulichkeit selbstverst¨ andlich von der verf¨ ugbaren Re-
chenleistung abh¨ angig, da ein Angreifer immer versuchen kann, alle m¨ oglichen Schl¨ ussel
auszuprobieren. Sollten aber neue Erkenntnisse vorliegen oder einem solchen direkten
Angriﬀ Erfolgsaussichten zugerechnet werden, so wird dies schnell bekannt werden, weil
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Verschl¨ usselungs-Algorithmen auszuw¨ ahlen und diese in einer ge¨ anderten Speziﬁkation
festzuschreiben.
Die Sicherheit der oben genannten Verfahren kann aber in bestimmten F¨ allen einge-
schr¨ ankt sein, die den Anwendern der Verschl¨ usselungs-Speziﬁkation bekannt sein m¨ ussen,
so dass sie diese F¨ alle erkennen und vermeiden k¨ onnen. Alle zu ber¨ ucksichtigenden F¨ alle
beruhen dabei auf speziellen Eigenschaften von XML, die von einem Angreifer ausgenutzt
werden k¨ onnen.
1. Die Struktur eines verschl¨ usselten XML-Dokuments kann durch die zugeh¨ orige Gram-
matik (DTD oder Schema) bekannt sein oder aus bekannten unverschl¨ usselten Do-
kumentteilen leicht ersichtlich sein.
2. Unter besonderen Umst¨ anden kann anhand der L¨ ange der verschl¨ usselten Teile auf
deren Inhalt geschlossen werden.
3. Entit¨ aten-Referenzen k¨ onnen von einem Angreifer ausgenutzt werden, um Inhalte
im Nachhinein zu manipulieren.
Eine detaillierte Darstellung dieser F¨ alle ist Teil der Speziﬁkation und ﬁndet sich in Ab-
schnitt 4.2.4.
4.1.12 Transformationen
Um Angriﬀen begegnen zu k¨ onnen, die auf dem Wissen ¨ uber die L¨ ange eines Inhalts beru-
hen, ist es sinnvoll, Transformationen zuzulassen, die vor der Verschl¨ usselung angewen-
det werden. Dadurch kann bei Bedarf die L¨ ange solcher Inhalte ver¨ andert werden, so dass
der Angriﬀ nicht durchgef¨ uhrt werden kann. Dabei kann man sich an der XML Signature-
Speziﬁkation orientieren, die ebenfalls Transformationen vorsieht [57, Abschnitt 4.3.3.4]
und dazu ein Transforms-Element deﬁniert.
Dieses Prinzip wird f¨ ur die Verschl¨ usselung ¨ ubernommen, wobei aber wieder der ge¨ anderte
Kontext ber¨ ucksichtigt werden muss. So enth¨ alt das Transforms-Element in beiden Spe-
ziﬁkationen eine geordnete Liste durchzuf¨ uhrender Transformationen. Aber bei einer Si-
gnatur ist diese immer von vorne nach hinten zu durchlaufen, egal ob die Signatur erstellt
oder veriﬁziert wird. Nach der Entschl¨ usselung muss sie aber in inverser Richtung wie
vor der Verschl¨ usselung durchlaufen werden, weil – im Gegensatz zur Signatur – die im
Dokument abgelegten Daten wieder in ihren Ursprungs-Zustand gebracht werden m¨ ussen.
Daher wird f¨ ur die vor der Verschl¨ usselung angewendeten Transformationen gefordert,
dass sie invertierbar sein m¨ ussen.
Das Transforms-Element wird als Kind-Element von CipherData modelliert, weil es einen
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4.1.13 Struktur des Schemas
Nun sind alle relevanten Elemente vorgestellt worden, mit denen die gestellten Anforde-
rungen erf¨ ullt werden k¨ onnen. Die Struktur der mit dem Schema speziﬁzierten Elemente
sieht damit zusammenfassend wie folgt aus:
<EncryptedKey ID="wert"?>
<Receiver>+
<KeyInfo>?
<CipherData>
</Receiver>
</EncryptedKey>
<EncryptedData Type="knoten-typ">
(<EncryptedKey> | <KeyInfo>)?
<CipherData>
<Transforms>?
<EncryptionMethod Ref="encryption-schema">
<CipherText>
</CipherData>
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4.2 Speziﬁkation zur Verschl¨ usselung von XML-Daten
Im Folgenden wird die Speziﬁkation vorgestellt, die auf Basis der in Abschnitt 4.1 dar-
gestellten ¨ Uberlegungen entstanden ist. Zun¨ achst wird die Syntax und Semantik ver-
schl¨ usselter XML-Daten deﬁniert. Anschliessend werden Vorschriften zur Durchf¨ uhrung
von Ver- und Entschl¨ usselung und dem Umgang damit speziﬁziert. Zum Abschluss werden
Hinweise zur Garantie der Vertraulichkeit gegeben und Unterschiede zur XML Encryption-
Speziﬁkation [50] des W3Cs dargestellt.
Diese Speziﬁkation umfasst ausschliesslich Verfahren zur Garantie der Vertraulichkeit der
zu sch¨ utzenden Daten. Verfahren zur Garantie der Vertrauensw¨ urdgkeit oder zum Aus-
tausch und Einsatz von ¨ oﬀentlichen oder geteilten Schl¨ usseln sind nicht Teil dieser Spezi-
ﬁkation.
Die Speziﬁkationen werden in textuell beschreibender Form gegeben, wobei an geeigneter
Stelle erl¨ auternde Graﬁken beigef¨ ugt sind. Wo es m¨ oglich ist, wird zur Speziﬁkation direkt
ein XML Schema angegeben.
Die graﬁsche Visualisierung dieser Schemas erfolgte durch Einlesen in das Werkzeug ”XML
Authority 2.1“ der Firma TIBCO Software Inc3. Dessen graﬁsche Repr¨ asentation hat sich
als Quasi-Standard f¨ ur die Darstellung von XML Schemas etabliert, da sie – im Gegensatz
zu UML [51] – neben strukturellen Eigenschaften auch die grammatikalische Natur von
XML Schemas ber¨ ucksichtigt. Dieses Werkzeug unterst¨ utzt Schemas, die konform zu
dem inzwischen ¨ uberholten Entwurf des Schema-Standards vom Oktober 2000 (erkenntlich
am Namensraum http://www.w3.org/2000/10/XMLSchema) sind. Daher wurde dieses
Werkzeug auch nicht zur Erstellung der Schemas genutzt, weil hierbei die inzwischen
fertige Fassung des Schema-Standards eingesetzt wurde. Die Validierung der erstellten
Schemas wurde durch den online-Dienst des W3Cs, der unter http://www.w3.org/2001/
03/webdata/xsv erreichbar ist, durchgef¨ uhrt. Bei der Erstellung der Schemas wurden die
in [64] beschriebenen Richtlinien zur Gestaltung von Schemas herangezogen.
4.2.1 Syntax und Semantik verschl¨ usselter XML-Daten
Die Deﬁnition der Struktur f¨ ur verschl¨ usselte Teile von XML-Dokumenten erfolgt mit
XML Schema. F¨ ur die vom Schema speziﬁzierten Elemente wird der Namensraum
http://www.darmstadt.gmd.de/2001/04/xmlenc festgelegt.
Da mit XML Schema alleine nicht alle semantischen Anforderungen darstellbar sind, wer-
den diese textuell angegeben. Die Vorstellung der einzelnen Elemente erfolgt dabei nach
dem ”bottom up“-Prinzip und umfasst jeweils Teile der zugeh¨ origen Schema-Deﬁnition.
Das vollst¨ andige Schema ﬁndet sich in Anhang A.4.
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4.2.1.1 CipherData-Element
Das CipherData-Element ist ein Container f¨ ur verschl¨ usselte Daten aller Art und die
zugeh¨ origen Meta-Daten, die ben¨ otigt werden, um diese Daten zu entschl¨ usseln. Diese
werden in Form dreier Elemente dargestellt, wodurch das CipherData-Element folgenden
prinzipiellen Aufbau hat (diese Notation entspricht der Verwendung in [50]):
<CipherData>
<Transforms />?
<EncryptionMethod />
<CipherText />
</CipherData>
Das CipherText-Element beinhaltet die verschl¨ usselten Daten in Form von Base64-kodier-
ten [63] Oktets.
<element name = "CipherText" type = "base64Binary"/>
Das EncryptionMethod-Element beschreibt vollst¨ andig, welches Verschl¨ usselungs-Schema
anzuwenden ist. Als Kind-Element beinhaltet es alle f¨ ur ein speziﬁsches Schema ben¨ otigten
Parameter. Die Angabe des Verschl¨ usselungs-Schemas erfolgt jeweils durch einen der unten
speziﬁzierten URLs. Einen Parameter ben¨ otigt dabei nur der CBC-Modus von DES-ede,
der einen Initialisierungsvektor (kurz: IV) erwartet. Da dieser aus bin¨ aren Daten besteht,
wird er nach Base64 [63] kodiert. Bei der Verwendung von DES-ede muss dieser angegeben
werden.
<element name = "EncryptionMethod">
<complexType>
<choice>
<element name = "IV" type = "base64Binary" minOccurs = "0"/>
</choice>
<attribute name = "Ref" use = "required">
<simpleType>
<restriction base = "anyURI">
<enumeration
value = "http://www.darmstadt.gmd.de/2001/04/xmlenc#rsa-pkcs1_5"/>
<enumeration
value = "http://www.darmstadt.gmd.de/2001/04/xmlenc#desede-cbc-pkcs5"/>
</restriction>
</simpleType>
</attribute>
</complexType>
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Das optionale Transforms-Element beinhaltet eine geordnete Liste von invertierbaren
Transformationen, die die serialisierten XML-Daten vor der Verschl¨ usselung durchlaufen
haben. Nach der Entschl¨ usselung sind die jeweils Inversen zu den Transformationen der
Liste von hinten nach vorne vollst¨ andig zu durchlaufen, bevor die daraus resultierenden
XML-Daten in das Dokument eingebettet werden d¨ urfen. Einzelheiten zu diesem Element
sind in Abschnitt 4.2.3 beschrieben.
<element name = "Transforms" minOccurs = "0">
<complexType>
<sequence>
<element name = "Transform" maxOccurs = "unbounded">
<complexType>
<sequence>
<any namespace = "##other" processContents = "lax"
maxOccurs = "unbounded"/>
</sequence>
<attribute name = "Ref" use = "required" type = "anyURI"/>
</complexType>
</element>
</sequence>
</complexType>
</element>
Eine graﬁsche Darstellung des gesamten CipherData-Elements beinhaltet Abbildung 4.1
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4.2.1.2 KeyInfo-Element
Es wird ein Element ben¨ otigt, das zur Adressierung von Empf¨ angern, bzw. der zu verwen-
denden Schl¨ ussel, eingesetzt werden kann. Dazu wird das KeyInfo-Element der XML Sig-
nature-Speziﬁkation [57, Abschnitt 4.4] verwendet. XML Schema bietet f¨ ur diese Aufgabe
einen Mechanismus zur Importierung von Teilen aus anderen Schemas an. Dazu wird
zun¨ achst der Namensraum des XML Signature-Schemas importiert.
<import
namespace = "http://www.w3.org/2000/09/xmldsig#"
schemaLocation =
"http://www.w3.org/TR/2001/CR-xmldsig-core-20010419/xmldsig-core-schema.xsd"
xmlns:ds = "http://www.w3.org/2000/09/xmldsig#"/>
An den ben¨ otigten Stellen wird das KeyInfo-Element dann eingebunden, indem es mittels
ds:KeyInfo referenziert wird.
Die Speziﬁkationen und Kind-Elemente f¨ ur das KeyInfo-Element werden wie in [57] be-
schrieben ¨ ubernommen. Allerdings wird aus dem ge¨ anderten Kontext bei der Verschl¨ us-
selung heraus gefordert, dass dabei ein RetrievalMethod-Element immer auf ein Encryp-
tedKey-Element (s.u.) verweisen muss. Dies sollte durch die Verwendung eines entspre-
chenden Type-Attributs ausgedr¨ uckt werden.
<attribute name = "Type" type = "anyURI" use = "required"
fixed="http://www.darmstadt.gmd.de/2001/04/xmlenc#EncryptedKey"/>
Ein Beispiel f¨ ur ein KeyInfo-Element, das einen EncryptedKey im gleichen Dokument
referenziert, sieht damit wie folgt aus:
<KeyInfo>
<RetrievalMethod
Type = "http://www.darmstadt.gmd.de/2001/04/xmlenc#EncryptedKey"
URI = "#KeyID453453479"/>
</KeyInfo>
Der Vollst¨ andigkeit halber ﬁndet sich in Abbildung 4.2 auch eine graﬁsche Darstellung des
KeyInfo-Elements.
4.2.1.3 EncryptedKey-Element
Ein EncryptedKey-Element erlaubt den Transport von Sitzungsschl¨ usseln innerhalb des
Kommunikationsbandes. Es beinhaltet genau einen Sitzungsschl¨ ussel, der zur Entschl¨ us-
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Abbildung 4.2: Darstellung des KeyInfo-Elements4.2. SPEZIFIKATION ZUR VERSCHL¨ USSELUNG VON XML-DATEN 57
Da die mit diesem Sitzungsschl¨ ussel chiﬀrierten Inhalte von mehr als einem Empf¨ anger
entschl¨ usselbar sein sollen, wird er f¨ ur jeden der gew¨ unschten Empf¨ anger in einem Recei-
ver-Element abgelegt. In einem EncryptedKey-Element kommt f¨ ur jeden Empf¨ anger ein
Receiver-Element vor, wovon es mindestens eines und nach oben unbeschr¨ ankt viele geben
muss.
Der Sitzungsschl¨ ussel wird jeweils mit dem ¨ oﬀentlichen Schl¨ ussel eines Empf¨ angers ver-
schl¨ usselt und in Form eines CipherData-Elements unterhalb des jeweiligen Receiver-
Elements positioniert. Jedes Receiver-Element enth¨ alt damit genau ein CipherData-
Element.
Damit der jeweilige Empf¨ anger den f¨ ur ihn chiﬀrierten Sitzungsschl¨ ussel ﬁnden kann, wird
optional ein KeyInfo-Element beigeordnet. Fehlt dieses aufgrund vorheriger Absprachen
zwischen den Kommunikationspartnern, so liegt es in der Verantwortung des Empf¨ anger,
den richtigen Schl¨ ussel zu bestimmen.
<element name = "Receiver" maxOccurs = "unbounded">
<complexType>
<sequence>
<element ref = "ds:KeyInfo" minOccurs = "0"/>
<element ref = "enc:CipherData"/>
</sequence>
</complexType>
</element>
Um Sitzungsschl¨ ussel wiederverwenden zu k¨ onnen, die in einem EncryptedKey-Element
abgelegt sind oder die ausserhalb des Kommunikationsbandes transportiert werden sollen,
m¨ ussen diese eindeutig referenziert werden k¨ onnen. Dazu bekommt ein EncryptedKey-
Element ein ID-Attribut beigeordnet. Dieses Attribut ist optional, weil ein Encrypted-
Key-Element neben der expliziten Referenzierung mittels seiner ID auch durch die Posi-
tionierung innerhalb eines EncryptedData-Elements (s.u.) zugeordnet werden kann. Wird
es referenziert, so ist die Angabe einer ID nat¨ urlich zwingend erforderlich, weil sonst keine
M¨ oglichkeit zur eindeutigen Zuordnung besteht.
<attribute name = "ID" type = "ID"/>
Die Wiederverwendung von Sitzungsschl¨ usseln erfolgt dabei dadurch, dass die verschl¨ us-
selten Inhalte mehrerer CipherData-Elemente mit dem gleichen Situngsschl¨ ussel chiﬀriert
werden. Diese werden dann mittels eines KeyInfo-Elements referenziert.
F¨ ur die Verwendung von EncryptedKey-Elementen zum Transport ausserhalb des Kom-
munikationsbandes ist es geboten, diese als eingenst¨ andige Elemente in einem XML-
Dokument ablegen zu k¨ onnen. So kann man ohne Probleme Datenbanken oder XML-
Dokumente anlegen, die ausschliesslich EncryptedKey-Elemente beinhalten und diese bei
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Abbildung 4.3 enth¨ alt eine graﬁsche Darstellung des EncryptedKey-Elements.
Abbildung 4.3: Darstellung des EncryptedKey-Elements
4.2.1.4 EncryptedData-Element
Ein EncryptedData-Element beinhaltet verschl¨ usselte XML-Daten. Dies kann ein Element
(mit allen seinen ihm untergeordneten Inhalten), ein Attribut eines Elements oder der
Textinhalt eines Elements sein. Welcher Art der verschl¨ usselte Inhalt ist, wird durch das
Type-Attribut kenntlich gemacht:
<attribute name = "Type" use = "required">
<simpleType>
<restriction base = "CDATA">
<enumeration value = "Element"/>
<enumeration value = "Attribute"/>
<enumeration value = "Text"/>
</restriction>
</simpleType>
</attribute>
Die verschl¨ usselten XML-Daten sind in einem CipherData-Element abgelegt. Die Ver-
schl¨ usselung muss mittels DES-ede erfolgen! Dazu kann entweder ein Sitzungsschl¨ ussel
oder ein geteilter Schl¨ ussel verwendet werden. F¨ ur jedes CipherData-Element muss ein
neuer Initialisierungsvektor f¨ ur den CBC-Modus berechnet werden.
Der zur Dechiﬀrierung notwendige Schl¨ ussel ist entweder durch ein KeyInfo-Element oder
ein EncryptedKey-Element gegeben. Ein KeyInfo-Element kann an dieser Stelle nur in
zwei F¨ allen in Erscheinung treten: Entweder verweist er auf einen EncryptedKey oder er
adressiert einen geteilten Schl¨ ussel. Beide Elemente sind optional, weil die darin angege-
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bekannt sein k¨ onnen. Sind sie nicht vorhanden, so ist es die Aufgabe des Empf¨ angers, den
korrekten Schl¨ ussel zuzuordnen.
<sequence minOccurs = "0">
<choice>
<element ref = "ds:KeyInfo"/>
<element ref = "enc:EncryptedKey"/>
</choice>
</sequence>
Eine graﬁsche Darstellung des EncryptedData-Elements beinhaltet Abbildung 4.4.
Abbildung 4.4: Darstellung des EncryptedData-Elements
4.2.2 Serialisierung und Deserialsierung
Die zu verschl¨ usselnden XML-Daten m¨ ussen in einer Form vorliegen, die bei der Eingabe
f¨ ur das Verschl¨ usselungs-Verfahren als Oktets interpretierbar sind. Die im folgenden dazu
beschriebene Serialisierung und Deserialisierung geht von der Terminologie des DOM-
Datenmodells aus, ist aber nicht auf DOM beschr¨ ankt.
Ein Knoten eines DOM-Baums muss vor seiner Verschl¨ usselung serialisiert werden. F¨ ur
DOM gibt es Stand heute keine Speziﬁkation, die beschreibt, wie eine Serialisierung zu
erfolgen hat. Dies liegt auch ausserhalb des Rahmens der Speziﬁkation zur Verschl¨ usselung
von XML-Daten. Daher wird f¨ ur die Serialisierung nur gefordert, dass die Deserialisierung
nachher wieder zu einer ¨ aquivalenten Darstellung im DOM-Datenmodell f¨ uhren muss und
beschr¨ ankt sich zudem auf die innerhalb der Speziﬁkation benutzten Knoten-Typen.
Die Serialisierung beruht einfach darauf, dass die Knoten in ihre nat¨ urliche Darstellung
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Serialisierungs-Schema angegeben werden. Dies resultiert daraus, dass ein Attribut in
XML nie alleine Tr¨ ager einer sinnvollen Information ist, sondern immer nur im Kontext
seines Elements stehen kann. Daher gibt es keine ¨ ubliche vom Element unabh¨ angige
Repr¨ asentation. Als L¨ osung wurde ein einfaches Verfahren deﬁniert, das als Ergebnis
einen Text-Knoten hat.
Die Deserialisierung basiert darauf, dass die Zeichenkodierung und der Knoten-Typ der
Eingabe bekannt sind. Dadurch kann auf einfache Weise ein Knoten im DOM-Baums
wiederhergestellt werden. Bei Elementen kann dazu direkt der XML-Parser herangezogen
werden, der die serialisierte Form, die in XML vorliegt, in einen DOM-Baum ¨ uberf¨ uhrt.
4.2.2.1 Serialisierung
Ein Element-Knoten wird in seine Darstellung in XML ¨ uberf¨ uhrt. Die serialisierte Form
eines Element-Knotens muss wohlgeformte XML-Daten in UTF-8 Zeichenkodierung bein-
halten. Die Verwendung des Prologs muss unterbleiben, wodurch vor dem Wurzel-Element
der beinhalteten Daten keinerlei Zeichen stehen d¨ urfen. Der Prolog entf¨ allt, weil er durch
die festgelegte Zeichenkodierung und den festgelegten Typs des Inhalts unn¨ otig ist und nur
zus¨ atzlichen Platz beanspruchen w¨ urde. Alle zur sp¨ ateren Deserialisierung des Knotens
ben¨ otigten Namensr¨ aume m¨ ussen in der serialisierten Form vorliegen. Dazu kann das in
[25] deﬁnierte Serialisierungs-Schema verwendet werden.
Ein Text-Knoten wird direkt in seine textuelle Darstellung in UTF-8 Zeichenkodierung
serialisiert.
Ein Attribut-Knoten ist zu serialisieren, indem daraus ein Text-Knoten erzeugt wird, der
wie oben beschrieben zu serialisieren ist. Der Inhalt dieses Text-Knotens baut sich wie
folgt auf:
QualifizierterName||="||WertDesAttributs||"|| NamensraumURI
Die Zeichenfolge || steht f¨ ur eine Konkatenation von Zeichenketten und ist nicht Teil des
erzeugten Textes.
Dabei ist ”QualiﬁzierterName“ der voll qualiﬁzierte Name des Attributs in UTF-8 Zei-
chenkodierung. Er beinhaltet also einen Pr¨ aﬁx, wenn das Attribut einem Namensraum
zugeordnet ist.
Die Zeichenfolge f¨ ur ”WertDesAttributs“ ist der Wert des Attributs in UTF-8 Zeichenko-
dierung.
Falls das Attribut mittels eines Pr¨ aﬁxes an einen Namensraum gebunden ist, so bein-
haltet ”NamensraumURI“ den vollst¨ andigen URI des Namensraums als UTF-8 kodierte
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Hierf¨ ur folgen zwei kurze Beispiele, die von der Pr¨ asentation des Attributs in XML aus-
gehen. Zun¨ achst eines f¨ ur ein Attribut, das keinem Namensraum zugeordnet ist. Das
attribut-Attribut
<element attribut=" wert">
wird in der serialisierten Form zu dem Text:
attribut=" wert"
Zu beachten ist dabei, dass das Leerzeichen innerhalb des Attributwertes erhalten bleibt.
Vor dem ”a“ und hinter dem zweiten ”"“ sind keine Leerzeichen vorhanden.
Im folgenden Beispiel ist das Attribut einem Namensraum zugeordnet:
<element ns:attr="wert" xmlns:ns="http://cs.uni-frankfurt.de/meinNS">
wird in der serialisierten Form zu dem Text:
ns:attr="wert" http://cs.uni-frankfurt.de/meinNS
Auch hier sind wieder vor dem ersten und hinter dem letzten Buchstaben keine Leerzeichen
vorhanden. Der Namensraum besteht nur aus der URI und beinhaltet nicht die Deklara-
tion zur Bindung an den Pr¨ aﬁx. Die Zuordnung ist trotzdem eindeutig, weil immer nur
maximal ein Namensraum vorhanden sein kann und ein Attribut, das ihm zugeordnet ist.
4.2.2.2 Deserialisierung
Zun¨ achst muss vorausgesetzt werden, dass der zu erstellende Knoten-Typ zu den seria-
lisierten Daten bekannt ist. F¨ ur diese Speziﬁkation bringt das keine Probleme mit sich,
weil der Typ im EncryptedData-Element explizit aufgef¨ uhrt wird. Zudem ist durch die
Serialisierung garantiert, dass die Eingabe als UTF-8 kodierte Zeichenfolge vorliegt.
Um ein Element zu deserialisieren, wird vor der Eingabe-Zeichenfolge folgender Prolog in
UTF-8 Zeichenkodierung eingef¨ ugt:
<?xml version="1.0" encoding="UTF-8"?>
Dann wird ein nicht-validierender XML-Parser f¨ ur DOM aufgerufen, der die entstande-
ne Zeichenfolge als Eingabe bekommt. Der obige Prolog ist eingef¨ ugt worden, damit
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DOM-Dokumenten-Baum, dessen Wurzel-Element die DOM-Repr¨ asentation der gegebe-
nen XML-Daten ist.
Dieses Wurzel-Element kann dann in einen anderen DOM-Dokumenten-Baum importiert
werden. Dabei k¨ onnen keine Probleme mit Namensr¨ aumen auftreten, weil die serialisier-
te Form alle relevanten Namensr¨ aume beinhaltet. Nach der Deserialisierung eventuell
doppelt vorhandene Namensraum-Pr¨ aﬁxe sind auch ohne Belang, weil diese sich nicht
gegenseitig ausschliessen oder behindern (s. dazu auch [22]). Falls das importierende Do-
kument eine andere Zeichenkodierung benutzt als das deserialisierte Dokument, so ist es
Aufgabe der Import-Methode eine entsprechende Konvertierung durchzuf¨ uhren.
Ein Text wird deserialisiert, indem ¨ uber die entsprechenden Methoden des DOMs ein
neuer Text-Knoten erzeugt wird, der als Eingabe den serialisierten Text bekommt. Vorher
muss falls notwendig eine Konvertierung in die vom DOM verwendete Zeichenkodierung
erfolgen.
Um ein Attribut zu deserialisieren, muss zun¨ achst eine Aufteilung des Textes erfolgen, der
das serialisierte Attribut beinhaltet. Er wird zun¨ achst in drei Teile zerlegt:
1. Qualiﬁzierter Name des Attributs
2. Wert des Attributs
3. Namensraum-URI des Attributs falls vorhanden
Die Zerlegung kann durch die oben gegebene Serialisierungsvorschrift eindeutig erfolgen:
• Der erste Teil beginnt mit dem ersten Zeichen des Textes und geht bis einschliesslich
des letzten Zeichens vor dem ersten ”=“-Zeichen. Diese Zuordnung ist eindeutig,
weil Attributnamen kein ”=“-Zeichen beinhalten d¨ urfen [17, Abschnitt 3.3].
Dieser Teil ist der qualiﬁzierte Name des Attributs.
• Der zweite Teil beginnt mit dem ersten Zeichen nach dem ersten ”"“-Zeichen und
geht bis einschliesslich zu dem Zeichen, das direkt vor dem letzten gefundenen ”"“-
Zeichen steht. Diese Zuordnung ist eindeutig, weil weder ein Attributname noch ein
URI ein ”"“-Zeichen enthalten d¨ urfen [17, Abschnitt 3.3][23, Abschnitt 2.4.3].
Diese Zeichenfolge ist der Wert des Attributs.
• Der dritte Teil beginnt mit dem ersten Zeichen hinter dem letzten Leerzeichen und
geht bis einschliesslich des letzten Zeichen des Textes. Da URIs keine Leerzeichen
enthalten d¨ urfen [23, Abschnitt 2.4.3], ist diese Zuordnung eindeutig.
Dies ist der URI des Namensraums des Attributs. Ist kein Namensraum-URI vor-
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¨ Uber die entsprechenden Methoden des DOMs wird dann ein neuer Attribut-Knoten er-
zeugt, wobei als Eingabe die oben gewonnenen Teile verwendet werden. Ist der Teil mit
der Namensraum-URI nicht leer, so ist ein Attribut zu erzeugen, das diesem Namensraum
zugeh¨ orig ist. Vorher muss falls notwendig f¨ ur die einzelnen Teile eine Konvertierung in
die vom DOM verwendete Zeichenkodierung erfolgen.
4.2.3 Transformationen
Vor der Verschl¨ usselung von XML-Daten, die in einem EncryptedData-Element abgelegt
werden, k¨ onnen diese eine geordnete Liste von Transformationen durchlaufen, die der
Reihe nach durchgef¨ uhrt werden. Dies entspricht den Transformationen in der XML Sig-
nature-Speziﬁkation [57, Abschnitt 4.3.3.4]. Allerdings m¨ ussen hier alle Transformationen
invertierbar sein und es wird immer von der serialisierten Form als deren Eingabe ausge-
gangen.
Ein Beispiel f¨ ur eine invertierbare Transformation ist eine verlustfreie Kompression der
Daten, die an dieser Stelle Sinn macht, weil zum einen verschl¨ usselte Daten selbst sehr
schlecht komprimierbar sind und zum anderen weil eine Verminderung der Redundanz
(denn genau das macht eine Kompression letztendlich) der Resistenz gegen eine Krypt-
analyse zu Gute kommen kann [2, Abschnitt 7.2.1, Bemerkung 7.10].
Einzelne Transformationen k¨ onnen bei Bedarf deﬁniert werden und sind durch einen ap-
plikationsspeziﬁschen URI zu kennzeichnen. Im Rahmen dieser Speziﬁkation wird keine
spezielle Transformation deﬁniert, aber das Vorhandensein des Elements garantiert, dass
bei der Entschl¨ usselung eindeutig nachvollzogen werden kann, ob vor der Verschl¨ usselung
Transformationen vorgenommen wurden. Dies ist wichtig, weil die Daten sonst eﬀektiv
gesehen ung¨ ultig sind, wenn der die Entschl¨ usselung durchf¨ uhrende Prozessor eine der
Transformationen nicht kennt.
Bei der Verschl¨ usselung muss die Liste der Transformationen von vorne nach hinten durch-
laufen werden, wobei die Eingabe der ersten Transformation die serialisierte Form der zu
verschl¨ usselnden Daten ist. Die Ausgabe einer Transformation ist die Eingabe f¨ ur die
n¨ achste Transformation, die in der Liste angegeben ist. Die Ausgabe der letzten Trans-
formation wird verschl¨ usselt.
Bei der Entschl¨ usselung wird entsprechend umgekehrt vorgegangen. Das Ergebnis der
Dechiﬀrierung ist die Eingabe f¨ ur die Inverse der letzten Transformation in der Liste. Die
Ausgabe einer Transformation ist die Eingabe f¨ ur die n¨ achste Inverse einer Transformation,
die von hinten gelesen in der Liste angegeben ist. Die Ausgabe der letzten Transformation
wird deserialisiert.
4.2.4 Garantie der Vertraulichkeit
Zun¨ achst werden die in dieser Speziﬁkation zu verwendenden kryptograﬁschen Verfahren
deﬁniert. Anschliessend folgt eine Diskussion m¨ oglicher Sicherheits-Risiken und wie ihnen
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4.2.4.1 Krypto-Algorithmen
Um die Vertraulichkeit garantieren zu k¨ onnen, werden die bei CMS [5] speziﬁzierten Ver-
fahren eingesetzt.
Zur Verschl¨ usselung von XML-Daten wird der DES-ede-Algorithmus mit dem CBC-Modus
und einem Padding nach PKCS #5 [58] als Verschl¨ usselungs-Schema gew¨ ahlt. F¨ ur DES-
ede sind dabei Schl¨ ussel mit 168 Bits Schl¨ usselst¨ arke zu verwenden. F¨ ur jede Verschl¨ us-
selung ist ein neuer Initialsierungsvektor (IV) mit einer L¨ ange von 8 Oktets zu bestimmen,
der den CBC-Modus initialisiert. Die Verwendung dieses Verschl¨ usselungs-Schemas wird
durch folgenden URL kenntlich gemacht:
http://www.darmstadt.gmd.de/2001/04/xmlenc#desede-cbc-pkcs5
Zur Verschl¨ usselung von Sitzungsschl¨ usseln wird das RSA-Verfahren eingesetzt mit dem
in PKCS #1 [4] als ”RSAES-PKCS1-v1 5“ beschriebenen Verschl¨ usselungs-Schema. Die
zu verwendende Schl¨ ussell¨ ange muss mindestens 1024 Bits betragen. Mit diesem Verfah-
ren d¨ urfen keine XML-Daten direkt verschl¨ usselt werden. Es ist ausschliesslich f¨ ur den
Transport von Sitzungsschl¨ usseln vorgesehen! Die Verwendung dieses Schemas wird durch
folgenden URL kenntlich gemacht:
http://www.darmstadt.gmd.de/2001/04/xmlenc#rsa-pkcs1_5
Mit der Auswahl dieser Verfahren kann davon ausgegangen werden, dass die damit ver-
schl¨ usselten Daten bei korrekter Anwendung Stand heute als ausreichend sicher eingestuft
werden k¨ onnen. Damit ist aber nur garantiert, dass ein erfolgreicher Angriﬀ ausgeschlos-
sen werden kann, bei dem versucht wird, die Verschl¨ usselung der Daten zu brechen und
dadurch an den Inhalt im Klartext zu gelangen.
4.2.4.2 Angriﬀspunkte bei XML-Daten
Da die oben beschriebenen Verfahren hier im Kontext von XML eingesetzt werden, sind
zus¨ atzliche Angriﬀspunkte gegeben, die zu ber¨ ucksichtigen sind. Dabei werden die Angriﬀe
nicht direkt auf die Verschl¨ usselung durchgef¨ uhrt, sondern indirekt, indem ein zus¨ atzliches
Wissen ausgenutzt wird, um den Inhalt der verschl¨ usselten Daten zu erkennen oder zu
manipulieren.
Eine Besonderheit in diesem Zusammenhang ist bei XML die M¨ oglichkeit, Entit¨ aten
und Entit¨ aten-Referenzen zu verwenden. Werden letztere verschl¨ usselt und der Angreifer
¨ andert zu einem sp¨ ateren Zeitpunkt die referenzierten Entit¨ aten, so kann er die Daten, die
durch Auﬂ¨ osung der Entit¨ aten-Referenzen dem Benutzer pr¨ asentiert werden, im Nachhin-
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Hierzu ein kurzes Beispiel. Der Anwender verschl¨ usselt das Wurzel-Element des folgen-
den XML-Dokuments, nachdem er eine Fassung mit aufgel¨ osten Entit¨ aten-Referenzen als
korrekt befunden hat. In dem Element Gehalt ist eine Entit¨ aten-Referenz beinhaltet. Sie
kann anhand einer deﬁnierten Entit¨ at in der referenzierten DTD aufgel¨ ost werden.
<?xml version="1.0" encoding="UTF-8"?>
<!doctype person "http://firma.de/personal.dtd">
<person>
<name>Priewe</name>
<gehalt>&gruppe7;</gehalt>
</person>
Ein Angreifer hat nach der Verschl¨ usselung folgende M¨ oglichkeiten zu einem Eingriﬀ:
• Er ¨ andert die Entit¨ at in der referenzierten DTD ab.
• Er ¨ andert im Dokument die Referenzierung auf die externe DTD so ab, dass sie auf
eine manipulierte DTD verweist.
• Er f¨ ugt eine interne DTD direkt in das Dokument ein und ¨ andert darin die Entit¨ at
ab.
Die letzten beiden Angriﬀe k¨ onnten durch eine vollst¨ andige Verschl¨ usselung des Doku-
ments verhindert werden. Der erste Punkt ist damit aber nicht auszur¨ aumen.
Wird das Dokument entschl¨ usselt, so wird zwar die urspr¨ ungliche Fassung korrekt wieder
hergestellt, aber ein Anwender, der sich dieses XML-Dokument mit den aufgel¨ osten En-
tit¨ aten-Referenzen wieder anzeigen l¨ asst, bekommt nicht das erwartete Ergebnis zu sehen.
Dies ist eigentlich kein Angriﬀ auf die Vertraulichkeit der verschl¨ usselten Daten, son-
dern auf die Vertrauensw¨ urdigkeit und liegt damit zun¨ achst ausserhalb des Fokus dieser
Speziﬁkation. Allerdings muss ber¨ ucksichtigt werden, dass es so auch beim Einsatz von
Signaturen zu Problemen kommt, wenn ein Inhalt nach seiner Verschl¨ usselung signiert
wird. Denn dann kann eine Signatur naturgem¨ ass nicht ¨ uberpr¨ ufen, welcher Art die ver-
schl¨ usselten Inhalte sind. Bekommt ein Anwender ein solches Dokument, bei dem die
Signatur der verschl¨ usselten Daten korrekt ist, so wird er auch den darin vorhandenen auf-
gel¨ osten Entit¨ aten-Referenzen Vertrauen entgegenbringen. Dies ist nat¨ urlich letztlich ein
Fehlschluss des Anwenders, denn eine solche Signatur sagt ¨ uber die Vertrauensw¨ urdigkeit
der entschl¨ usselten Daten nichts aus. Aber es d¨ urfte einem durchschnittlichen Anwender
unm¨ oglich sein, die obigen Zusammenh¨ ange zu erfassen, weshalb der Fehlschluss kaum
vermeidbar scheint.
Da es daf¨ ur keine sichere Abhilfe gibt, wird die Verschl¨ usselung von Entit¨ aten-Referenzen
grunds¨ atzlich nicht gestattet. Zudem stellt dies keine zu grosse Einschr¨ ankung dar, weil
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sie selbst nicht Tr¨ ager der referenzierten Informationen sind. Daher wird dem Zugewinn
an Sicherheit und Benutzbarkeit der Vorrang einger¨ aumt.
Nun gibt es noch m¨ ogliche Angriﬀe, die direkt gegen die Vertraulichkeit gerichtet sind.
Diese beruhen alle darauf, dass XML ein stark strukturierte Sprache ist. H¨ auﬁg gibt
es Grammatiken (DTDs und/oder Schemas), die den genauen Aufbau und die erlaubten
Wertebereiche in XML-Dokumenten beschreiben. Aber selbst wenn eine solche Grammatik
nicht existiert oder ein verwendeter Wertebereich nicht explizit angegeben ist (z.B. bei der
direkten Verwendung von wohlgeformten XML-Daten), muss davon ausgegangen werden,
dass es einem Angreifer m¨ oglich ist, diese Kenntnisse zu erlangen, wenn er Zugriﬀ auf XML-
Dokumente mit dem gleichen Aufbau hat, die zun¨ achst keine sensitiven Daten beinhalten.
Daher muss ber¨ ucksichtigt werden, dass einem Angreifer ein grosser Teil des Inhalts der
verschl¨ usselten Daten im Vorhinein genau bekannt ist, bzw. dass er den erwarteten Wer-
tebereich kennt. Wenn zum Beispiel die unten folgenden XML-Daten vorliegen und nun
jede 0 und 1 immer das gleiche Chiﬀrat ergeben w¨ urden, dann kann der Angreifer direkt
die verschl¨ usselte bin¨ are Folge, bzw. deren Inverse erkennen. W¨ are dies die Kombination
f¨ ur ein Zahlenschloss, so br¨ auchte der Angreifer also nur maximal zwei Versuche, um das
Schloss zu ¨ oﬀnen.
<code>
<ziffer>0</ziffer>
<ziffer>1</ziffer>
<ziffer>1</ziffer>
<ziffer>0</ziffer>
</code>
Diese Methode eines Angriﬀs kann ¨ uber mehrere Dokumente und l¨ angere Zeitr¨ aume hinweg
fortgef¨ uhrt werden, wodurch auch Inhalte kompromittiert werden k¨ onnen, deren Aufbau
komplexer ist als der im obigen Beispiel. Es m¨ ussen also Verschl¨ usselungs-Verfahren be-
nutzt werden, durch die ein solches Wissen nicht f¨ ur einen Angriﬀ benutzt werden kann.
Dies gilt f¨ ur das oben speziﬁzierte Schema mit DES-ede und dem CBC-Modus. Denn
jede Eingabe f¨ uhrt zu einer neuen Ausgabe, weil jedesmal ein anderer Initialisierungs-
vektor verwendet werden muss [2, Abschnitt 7.2.2.(ii)]. Aus diesem Grund verbietet sich
auch die Verwendung des oben speziﬁzierten RSA-Verfahrens f¨ ur die Verschl¨ usselung der
XML-Daten. Zudem kann beim ”RSAES-PKCS1-v1 5“-Verschl¨ usselungs-Schema immer
ein Angriﬀ durchgef¨ uhrt werden, indem der Klartext eines verschl¨ usselten Datums gera-
ten, dann dieser Klartext mit dem ¨ oﬀentlichen Schl¨ ussel verschl¨ usselt und das Ergebnis
mit dem Chiﬀrat vergleichen wird. Sind beide identisch, so ist der Inhalt richtig erraten
worden. Diese Klasse von Angriﬀen, die als ”adaptive gew¨ ahlte Klartext-Attacke“ (engl.
adaptive chosen-plaintext attack) bezeichnet werden [2, Abschnitt 1.13.1], sind bei Ver-
fahren mit ¨ oﬀentlichen Schl¨ ussel immer anwendbar. Das gew¨ ahlte Schema ist dagegen
sehr empﬁndlich, weshalb es nicht zur Verschl¨ usselung von XML-Daten eingesetzt werden
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durch die zuf¨ allige Auswahl des Schl¨ ussels gezwungen w¨ are, den gesamten Schl¨ usselraum
durchzutesten.
Nachdem also Angriﬀe ¨ uber die Verschl¨ usselungs-Verfahren ausgeschlossen werden k¨ onnen,
werden nun Angriﬀe besprochen, die sich direkt ein Wissen um die Struktur eines XML-
Dokuments zu nutze machen k¨ onnen.
Zun¨ achst wird ein Beispiel gegeben. Es sei dem Angreifer bekannt, dass an Aktien-
Daten, bei denen ein grosser Verlust oder Gewinn erwartet wird, die jeweils erwarteten
B¨ orsenwerte in einem eigenen Datensatz abgelegt werden. Das Wissen um diese Prognosen
ist als sensitiv eingestuft und daher verschl¨ usselt. Dies sei in folgendem XML-Dokument
bereits durchgef¨ uhrt worden, wobei die verschl¨ usselten Inhalte nicht vollst¨ andig dargestellt
sind:
<?xml version="1.0" encoding="UTF-8"?>
<aktien>
<aktie>
<name>TolleFirma</name>
<gewinnerwartung>
<EncryptedData Type="Text">.....</EncryptedData>
</gewinnerwartung>
</aktie>
<aktie>
<name>NochTollereFirma</name>
<verlusterwartung>
<EncryptedData Type="Text">.....</EncryptedData>
</verlusterwartung>
</aktie>
</aktien>
Wie man leicht sieht, ist es dem Angreifer trotz der Verschl¨ usselung ein leichtes, einen
Zugewinn an Informationen zu erlangen, den er zu seinem Vorteil ausnutzen kann. Letzt-
lich sind diese Angriﬀe immer m¨ oglich, wenn die Verschl¨ usselung auf einer ungeeigneten
Ebene vorgenommen wird, um die gew¨ unschte Vertraulichkeit zu erreichen. In obigem
Fall h¨ atte statt der Text-Inhalte eine Verschl¨ usselung der Elemente gewinnerwartung und
verlusterwartung erfolgen m¨ ussen (vorausgesetzt, dass immer eines von beiden in jedem
aktie-Element vorkommt – sonst besteht auch dann die Gefahr einer Kompromittierung).
In anderen F¨ allen kann es notwendig sein, das gesamte Dokument oder zumindest das
Wurzel-Element zu verschl¨ usseln. Dies muss im Einzelfall in Abh¨ angigkeit vom Applika-
tionskontext vom Anwender entschieden werden.
Eine weitere Klasse von Angriﬀen nutzt ebenfalls das Wissen um die zu erwartenden Struk-
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Daten zur¨ uckgeschlossen. Diese Art von Angriﬀen wird in [65] beschrieben, wobei Attri-
bute mit durch die DTD bekanntem Wertebereich im Vordergrund stehen. Allerdings
l¨ asst sich diese Angriﬀsart auch wie oben bereits angedeutet auf beliebige XML-Daten
anwenden. Die einzige Voraussetzung ist dabei das Wissen um die zu erwartenden L¨ angen
und nicht, dass dieses Wissen in einer DTD festgeschrieben ist.
Dieser Angriﬀ beruht auf dem Prinzip, dass die zur Verschl¨ usselung der XML-Daten ein-
gesetzten Block-Chiﬀren den Klartext immer in Bl¨ ocken fester L¨ ange verschl¨ usseln. Das
hier verwendete DES-ede-Verfahren verarbeitet zum Beispiel die Quelldaten in Bl¨ ocken
von 8 Oktets. Damit ist die gesamte L¨ ange des verschl¨ usselten Textes immer ohne Rest
durch 8 teilbar. Ist nun die Wertemenge m¨ oglicher Eingabedaten bekannt und weisen diese
eine L¨ ange auf, die durch Aufrunden auf die Blockl¨ ange unterschiedlich sind, so kann direkt
von der L¨ ange des Chiﬀrats auf den oder die m¨ oglichen Eingabewerte zur¨ uckgeschlossen
werden.
Auch hierzu soll ein Beispiel gezeigt werden. Es wird dabei angenommen, dass die Zeichen
des folgenden XML-Dokuments auf jeweils 1 Oktet abgebildet werden. Die Werte des level-
Attributs k¨ onnen ”geheim“ (L¨ ange: 6 Zeichen) oder ”sehrgeheim“ (L¨ ange: 10 Zeichen)
sein. Der Textinhalt des Elements zuwissen kann die gleichen Werte annehmen.
<?xml version="1.0" encoding="UTF-8"?>
<sehr>
<interessant level="geheim">
<zuwissen>sehrgeheim</zuwissen>
<wasgeht>Alles</wasgeht>
</interessant>
<interessant level="sehrgeheim">
<zuwissen>geheim</zuwissen>
<wasgeht>Nichts</wasgeht>
</interessant>
</sehr>
Werden die level-Attribute und die Textinhalte der zuwissen-Elemente verschl¨ usselt, ergibt
sich ein Dokument wie das Folgende. Die verschl¨ usselten Inhalte sind nur soweit relevant
dargestellt.
<?xml version="1.0" encoding="UTF-8"?>
<sehr>
<interessant>
<EncryptedData Type="Attribute">
<CipherData>.....
<CipherText>Z2VoZWltMjIN</CipherText>
</CipherData>
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<zuwissen>
<EncryptedData Type="Text">
<CipherData>.....
<CipherText>c2VocmdlaGVpbTY2NjY2Ng0K</CipherText>
</CipherData>
</EncryptedData>
</zuwissen>
<wasgeht>Alles</wasgeht>
</interessant>
<interessant>
<EncryptedData Type="Attribute">
<CipherData>.....
<CipherText>c2VocmdlaGVpbTY2NjY2Ng0K</CipherText>
</CipherData>
</EncryptedData>
<zuwissen>
<EncryptedData Type="Text">
<CipherData>.....
<CipherText>Z2VoZWltMjIN</CipherText>
</CipherData>
</EncryptedData>
</zuwissen>
<wasgeht>Nichts</wasgeht>
</interessant>
</sehr>
Wie man sofort sieht, kann unter den obigen Voraussetzungen anhand der L¨ ange der Daten
im jeweiligen CipherText-Element sofort auf den Inhalt im Klartext geschlossen werden.
Diese Angriﬀe k¨ onnen selbstverst¨ andlich auch auf Elemente ausgedehnt werden.
Die L¨ osung dieses Problems ist leider nicht trivial, da an allen relevanten Stellen die
L¨ ange des Klartextes unkenntlich gemacht werden m¨ usste. Es besteht aber kein sinnvoll
anwendbares generisches Verfahren, um diesen Angriﬀen immer vorbeugen zu k¨ onnen.
Dies liegt darin begr¨ undet, dass das Wissen um die zu erwartenden L¨ angen der Daten
vom Applikationskontext abh¨ angig ist. W¨ urde zum Beispiel die L¨ ange der Daten immer
um einen zuf¨ alligen Faktor erh¨ oht, hat man damit keine Garantie, dass dies im Rahmen
jeder Applikation eine ausreichende Sicherheit garantiert. Zum Beispiel k¨ onnte es eine
Applikation geben, bei der ein Wert die L¨ ange von 1 und der andere die L¨ ange 80 hat.
Ein Auﬀ¨ ullen des k¨ urzeren Wertes auf eine L¨ ange kleiner als 80 w¨ urde somit in diesen
F¨ allen keinen Schutz bieten.
Als L¨ osung kommt daher in Frage, alle durch diesen Angriﬀ bedrohten Daten in ihrer L¨ ange
ununterscheidbar voneinander zu machen. Zum einen kann dazu das Wurzel-Element oder
das gesamte Dokument verschl¨ usselt werden. In Einzelf¨ allen kann es auch ausreichend sein,
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der Inhalte kein zus¨ atzliches Wissen erlangt werden kann.
Eine andere M¨ oglichkeit ist die Aufrundung aller gef¨ ahrdeten Daten auf die gleiche L¨ ange.
Dazu kann eine Transformation benutzt werden, die mit den in Abschnitt 4.2.3 gegebenen
Mitteln in den Verschl¨ usselungsprozess eingef¨ ugt wird. Ein eleganter Ansatz f¨ ur eine solche
Transformation ﬁndet sich in [66].
Damit sind alle zu ber¨ ucksichtigenden Angriﬀsm¨ oglichkeiten beschrieben. Beim Einsatz
der Verschl¨ usselung von XML-Daten muss der Anwender im Kontext der Applikation
entscheiden, ob die oben beschriebenen Gefahren im Einzelfall bestehen und muss ent-
sprechende Massnahmen treﬀen.
4.2.5 Verschl¨ usseln von XML-Daten
Bei der Deﬁnition der f¨ ur die Verschl¨ usselung einzuhaltenden Verfahren und Regeln wird
die bei DOM ¨ ubliche Terminologie verwendet. Zun¨ achst wird beschrieben, wie bei der
Verschl¨ usselung eines einzelnen Knotens in einem DOM-Baum vorzugehen ist. Danach
folgt die Verschl¨ usselung von Element-Knoten, die bereits verschl¨ usselte Knoten beinhal-
ten. Dies wird mit dem Terminus ”Super-Verschl¨ usselung“ bezeichnet. Bis dahin ist die
Anwendbarkeit der Verarbeitungsvorschriften nicht auf das DOM beschr¨ ankt. Zum Ab-
schluss wird die hierarchische Verschl¨ usselung beschrieben. Diese ist auf die Anwendung
in Baum-Modellen beschr¨ ankt.
4.2.5.1 Verschl¨ usselung eines Knotens
Bei der Erzeugung eines EncryptedData-Elements, das die verschl¨ usselten Repr¨ asentation
eines Knotens enth¨ alt, ist wie folgt vorzugehen:
1. Hole den gew¨ unschten Schl¨ ussel. Dies muss ein symmetrischer Schl¨ ussel sein. Dabei
gibt es eine von drei verschiedenen M¨ oglichkeiten:
(a) Generiere einen Sitzungsschl¨ ussel.
(b) Verwende einen schon einmal in diesem Dokument verwendeten Sitzungsschl¨ us-
sel nochmals oder nimm einen Sitzungsschl¨ ussel, der ausserhalb des Dokuments
abgelegt ist.
(c) Benutze einen geteilten Schl¨ ussel.
2. Baue mit den Daten aus Schritt 1 falls notwendig ein geeignetes Element auf:
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(b) Baue ein KeyInfo-Element auf, dessen RetrievalMethod-Element auf das En-
cryptedKey-Element verweist, das den verwendeten Sitzungsschl¨ ussel beinhal-
tet. Das dazu aufgebaute EncryptedKey-Element muss ein ID-Attribut bein-
halten.
(c) Baue ein KeyInfo-Element auf, das den verwendeten geteilten Schl¨ ussel eindeu-
tig identiﬁziert.
3. Generiere einen neuen Initialisierungsvektor (IV) als Parameter f¨ ur den CBC-Modus.
4. Konvertiere den IV aus Schritt 3 mittels Base64 [63].
5. Serialisiere den zu verschl¨ usselnden Knoten nach dem in Abschnitt 4.2.2 deﬁnierten
Verfahren.
6. Transformiere den serialisierten Knoten falls notwendig nach den Regeln aus Ab-
schnitt 4.2.3
7. Verschl¨ ussele die Ausgabe aus Schritt 6, bzw. 5 mit dem Schl¨ ussel aus Schritt 1 und
dem IV aus Schritt 3.
8. Konvertiere die verschl¨ usselten Daten aus Schritt 7 mittels Base64 [63].
9. Baue mit den jeweils relevanten Daten aus den Schritten 4, 6 und 8 ein CipherData-
Element auf.
10. Baue mit den jeweils relevanten Daten aus den Schritten 2, 5 und 9 ein Encrypted-
Data-Element auf.
Zur Erstellung eines EncryptedKey-Elements sind folgende Schritte durchzuf¨ uhren:
1. Hole den Sitzungsschl¨ ussel, der in diesem EncryptedKey-Element abgelegt werden
soll (s. oben Schritt 1).
2. Hole f¨ ur jeden Empf¨ anger den gew¨ unschten Schl¨ ussel. Dies muss ein ¨ oﬀentlicher
Schl¨ ussel f¨ ur ein asymmetrisches Verfahren sein.
3. Verschl¨ ussele f¨ ur jeden Empf¨ anger den Sitzungsschl¨ ussel aus Schritt 1 mit dem
¨ oﬀentlichen Schl¨ ussel des Empf¨ angers aus Schritt 2.
4. Konvertiere die verschl¨ usselten Daten aus Schritt 3 mittels Base64 [63].
5. Baue f¨ ur alle Daten aus Schritt 4 jeweils ein CipherData-Element auf.
6. Baue f¨ ur jeden Empf¨ anger, f¨ ur den es notwendig ist, ein KeyInfo-Element auf.
7. Baue mit den jeweils relevanten und einander zugeh¨ origen Daten aus den Schritten 5
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8. Baue mit allen Elementen aus Schritt 7 ein EncryptedKey-Element auf.
9. Wenn das EncryptedKey-Element durch ein KeyInfo-Element referenziert werden
soll, f¨ uge dem EncryptedKey-Element ein ID-Attribut bei, ¨ uber das es eineindeutig
referenziert werden kann.
10. Wenn das EncryptedKey-Element nicht Teil des Dokuments werden soll, in dem die
mit dem beinhalteten Sitzungsschl¨ ussel chiﬀrierten Daten liegen, dann lege es in
einem sicheren Speicher ab (z.B. einer Datenbank).
Bei der Verschl¨ usselung eines Element-Knotens sind zus¨ atzlich einige Randbedingungen
zu beachten, die im Abschnitt 4.2.7 speziﬁziert sind.
Das Ziel dieser Randbedingungen ist, dass nach der Verschl¨ usselung garantiert werden
kann, dass alle zur Entschl¨ usselung relevanten Daten unmittelbar zugreifbar sind (z.B.
ben¨ otigte referenzierte EncryptedKey-Elemente), ohne zun¨ achst ein anderes Element zu
entschl¨ usseln. Dadurch kann auf die Deﬁnition eines Protokolls oder weiterer Meta-Daten
verzichtet werden, in dem die ben¨ otigte Reihenfolge der Entschl¨ usselungs-Schritte explizit
gemacht werden muss, um eine erfolgreiche Dechiﬀrierung zu garantieren.
Zus¨ atzlich besteht f¨ ur ein EncryptedKey-Element eine Einschr¨ ankung, wenn das Wurzel-
Element eines Dokuments verschl¨ usselt wird und dieses durch seine verschl¨ usselte Re-
pr¨ asentation ersetzt wird: Denn dann kann es im Dokument maximal nur ein Encryp-
tedKey-Element geben, das in jedem Fall innerhalb des EncryptedData-Elements liegen
muss. Diese Einschr¨ ankung ergibt sich aus der Tatsache, dass in XML nur genau ein
Wurzel-Element existieren darf [17].
Beim Auftreten folgender Situationen ist die Verschl¨ usselung mit einem Fehler abzubre-
chen:
• Der zu verschl¨ usselnde Knoten ist ein Teil eines EncryptedData- oder eines Encryp-
tedKey-Elements, das dem Namensraum dieser Speziﬁkation angeh¨ ort (Atomizit¨ at
– s. Abschnitt 4.2.7)
• Der zu verschl¨ usselnde Knoten enth¨ alt Entit¨ aten-Referenzen (s. Abschnitt 4.2.4).
• Ein ben¨ otigter Schl¨ ussel ist nicht vorhanden. Dabei ist es gleich, um welche Art
von Schl¨ ussel es sich handelt (Sitzungsschl¨ ussel, geteilter Schl¨ ussel oder ¨ oﬀentlicher
Schl¨ ussel).
Der mittels obiger Schritte erfolgreich verschl¨ usselte Knoten kann dann in den DOM-
Dokumenten-Baum eingef¨ ugt werden. Dazu ist zun¨ achst der Quell-Knoten, der ver-
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dem Quell-Knoten um einen Element-Knoten oder einen Text-Knoten, so wird der ver-
schl¨ usselte Knoten an der alten Position des Quell-Knotens in den DOM-Baum eingef¨ ugt.
F¨ ur den Fall, dass der Quell-Knoten ein Attribut-Knoten war, wird der verschl¨ usselte
Knoten als Kind-Knoten des Element-Knotens in den DOM-Baum eingef¨ ugt, dem der
Quell-Knoten zugeordnet war.
4.2.5.2 Super-Verschl¨ usselung
Die nach obigem Verfahren erzeugten EncryptedKey- und EncryptedData-Elemente k¨ on-
nen selbst wiederum mittels des Verfahrens verschl¨ usselt werden, weil sie in Form normaler
Element-Knoten vorliegen.
Dadurch wird implizit eine Reihenfolge f¨ ur die sp¨ ater durchzuf¨ uhrende Entschl¨ usselung
festgelegt. Denn bevor ein darin enthaltener verschl¨ usselter Inhalt entschl¨ usselt werden
kann, muss zun¨ achst das im letzten durchgef¨ uhrten Verschl¨ usselungs-Schritt erzeugte Ele-
ment entschl¨ usselt werden. Hierf¨ ur ist kein spezielles Protokoll notwendig, das die Reihen-
folge der Entschl¨ usselungs-Schritte steuert, weil bei der Verschl¨ usselung garantiert wird,
dass immer alle sichtbaren verschl¨ usselten Elemente direkt entschl¨ usselt werden k¨ onnen.
Daher sind f¨ ur die Super-Verschl¨ usselung neben den bei der Verschl¨ usselung schon gefor-
derten Randbedingungen aus Abschnitt 4.2.7 keine weiteren Verfahren notwendig oder
andere Besonderheiten zu ber¨ ucksichtigen.
4.2.5.3 Hierarchische Verschl¨ usselung
Eine hierarchische Verschl¨ usselung erfolgt, wenn ein Element-Knoten in einem DOM-
Dokumenten-Baum verschl¨ usselt wird und dieser andere verschl¨ usselte Knoten beinhaltet.
Im Unterschied zur Super-Verschl¨ usselung werden hier also nicht ein einzelnes Encrypted-
Key- oder EncryptedData-Element direkt nochmal verschl¨ usselt, sondern die Menge aller
dieser Elemente, die sich unterhalb eines Element-Knotens beﬁnden.
Da die Inhalte eines verschl¨ usselten Element-Knotens nicht im Nachhinein direkt ver-
schl¨ usselt werden k¨ onnen, muss also die Verschl¨ usselung aller gew¨ unschten Knoten syste-
matisch von den Bl¨ attern des Baums beginnend in Richtung der Wurzel erfolgen. Dies ist
mit einer Traversierung des Baums in Postorder erf¨ ullbar.
F¨ ur Attribut-Knoten ist dabei eine Besonderheit des DOMs zu ber¨ ucksichtigen, denn sie
sind in diesem Modell nicht Teil des Baums. Da durch das oben speziﬁzierte Verfahren ein
Attribut-Knoten nach dessen Verschl¨ usselung zu einem Element-Knoten wird, der hierar-
chisch unter dem Element liegt, dem das urspr¨ ungliche Attribut beigeordnet war, muss die
Verschl¨ usselung eines Attribut-Knotens also vor der Verschl¨ usselung seines beigeordneten
Element-Knotens erfolgen. Dies ist erf¨ ullbar, wenn bei der Traversierung des Baums alle
Attribute eines Element-Knotens immer direkt vor diesem besucht werden. Diese Form
der spezielle Form der Traversierung eines DOM-Baums wird im Folgenden als erweiterte
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Die Traversierung eines DOM-Baums mittels der erweiterten Postorder-Traversierung ist
in Abbildung 4.5 dargestellt. Die Attribut-Knoten sind darin in der H¨ ohe zwischen den
¨ ubrigen Knoten des Baums dargestellt, um anzudeuten, dass sie nicht Teil des DOM-
Baums sind. Die Verbindung mit einem Element-Knoten ist eine gestrichelte Linie, weil sie
keine Kinder der Element-Knoten sind. Die Zahlen an den Knoten geben die Reihenfolge
der Traversierung wieder.
Die hierarchische Verschl¨ usselung wird durchgef¨ uhrt, indem die Knoten des DOM-Baum
mittels der erweiterten Postorder-Traversierung besucht werden. In jedem besuchten Kno-
ten, der chiﬀriert werden soll, wird dies direkt mittels des oben speziﬁzierten Verfahrens
zur Verschl¨ usselung durchgef¨ uhrt.
In Abbildung 4.6 wird ein Beispiel f¨ ur die hierarchische Verschl¨ usselung von Knoten eines
DOM-Baums gezeigt. Es werden dort die Knoten 2, 6, 7, und 9 verschl¨ usselt, wobei die
¨ Anderungen der Baum-Struktur nach jedem Verschl¨ usselungs-Schritt dargestellt werden.
Die Kind-Knoten der Element-Knoten mit den verschl¨ usselten XML-Daten werden der
¨ Ubersichtlichkeit halber nicht abgebildet.
Werden dabei wieder f¨ ur jede einzelne durchgef¨ uhrte Verschl¨ usselung eines Knotens die
Randbedingungen aus Abschnitt 4.2.7 eingehalten, so sind bei der hierarchischen Ver-
schl¨ usselung keine weiteren Verfahren notwendig oder andere Besonderheiten zu ber¨ uck-
sichtigen.
4.2.6 Entschl¨ usseln von XML-Daten
Bei der Deﬁnition der f¨ ur die Entschl¨ usselung einzuhaltenden Verfahren und Regeln wird
wieder die bei DOM ¨ ubliche Terminologie verwendet. Die Anwendbarkeit der gegebenen
Verarbeitungsvorschriften ist aber nicht auf das DOM beschr¨ ankt. Zun¨ achst wird beschrie-
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ben, wie bei der Entschl¨ usselung eines einzelnen Knotens in einem DOM-Baum vorzuge-
hen ist. Danach wird auf die Entschl¨ usselung von hierarchisch- und super-verschl¨ usselten
Knoten eingegangen.
4.2.6.1 Entschl¨ usselung eines Knotens
Beim Entschl¨ usseln eines EncryptedData-Elements ist wie folgt vorzugehen:
1. Hole den ben¨ otigten Schl¨ ussel. Dabei gibt es eine von vier verschiedenen M¨ oglich-
keiten:
(a) Es ist ein EncryptedKey-Element vorhanden. Extrahiere daraus den Sitzungs-
schl¨ ussel (s.u.).
(b) Es ist ein KeyInfo-Element vorhanden, das ein EncryptedKey-Element referen-
ziert. Hole (falls n¨ otig) dieses EncryptedKey-Element und extrahiere daraus
den Sitzungsschl¨ ussel (s.u.).
(c) Es ist ein KeyInfo-Element vorhanden, das einen geteilten Schl¨ ussel referenziert.
Hole diesen Schl¨ ussel.
(d) Es ist weder ein EncryptedKey- noch ein KeyInfo-Element vorhanden. Ordne
den richtigen Schl¨ ussel zu und hole ihn.
2. Hole das anzuwendende Entschl¨ usselungs-Schema aus dem EncryptionMethod-Ele-
ment.
3. Extrahiere die zur Entschl¨ usselung ben¨ otigten Eingabe-Daten aus den entsprechen-
den Elementen (IV, CipherText). Sind sie Base64-kodiert [63], so konvertiere sie in
Bin¨ ardaten.
4. Entschl¨ ussele den Inhalt des CipherText-Elements mittels der aus Schritt 1, 2 und
3 gewonnenen Daten.
5. Transformiere falls notwendig die entschl¨ usselten Daten aus Schritt 4 nach den Re-
geln aus Abschnitt 4.2.3
6. Extrahiere den Typ des verschl¨ usselten Knotens aus dem Type-Attribut des Encryo-
tedData-Elements.
7. Deserialisiere die Daten aus Schritt 5, bzw. 4 nach dem in Abschnitt 4.2.2 deﬁnierten
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Zur Extrahierung eines Sitzungsschl¨ ussels aus einem EncryptedKey-Element sind folgende
Schritte durchzuf¨ uhren:
1. Durchsuche die Liste der Receiver-Elemente nach dem ersten Sitzungsschl¨ ussel, f¨ ur
den ein privater Schl¨ ussel vorhanden ist. Dabei gibt es jeweils zwei M¨ oglichkeiten:
(a) Es existiert ein KeyInfo-Element, das den ben¨ otigten privaten Schl¨ ussel adres-
siert. Teste ob dieser Schl¨ ussel vorliegt.
(b) Es ist kein KeyInfo-Element vorhanden. Entscheide ob der ben¨ otigte private
Schl¨ ussel vorhanden ist.
2. Extrahiere aus dem in Schritt 1 gefundenen CipherData-Element das anzuwendende
Entschl¨ usselungs-Schema aus dessen EncryptionMethod-Element.
3. Extrahiere die zur Entschl¨ usselung ben¨ otigten Eingabe-Daten aus den entsprechen-
den Elementen ( CipherText). Sind sie Base64-kodiert [63], so konvertiere sie in
Bin¨ ardaten.
4. Entschl¨ ussele den Inhalt des CipherText-Elements mittels der aus Schritt 1, 2 und
3 gewonnenen Daten.
5. Transformiere falls notwendig die entschl¨ usselten Daten aus Schritt 4 nach den Re-
geln aus Abschnitt 4.2.3
Beim Auftreten folgender Situationen ist die Entschl¨ usselung mit einem Fehler abzubre-
chen:
• Der entschl¨ usselte Knoten enth¨ alt Entit¨ aten-Referenzen (s. Abschnitt 4.2.4).
• Ein ben¨ otigter Schl¨ ussel ist nicht vorhanden. Dabei ist es gleich, um welche Art
von Schl¨ ussel es sich handelt (Sitzungsschl¨ ussel, geteilter Schl¨ ussel oder ¨ oﬀentlicher
Schl¨ ussel).
• Eine der Inversen Transformationen aus der Liste der Transformationen (Schritt 5)
ist unbekannt oder nicht ausf¨ uhrbar.
Der mittels obiger Schritte erfolgreich entschl¨ usselte Knoten kann dann in den DOM-
Dokumenten-Baum eingef¨ ugt werden. Dazu ist zun¨ achst der Quell-Knoten, der ent-
schl¨ usselt wurde zu l¨ oschen. Handelte es sich bei dem Quell-Knoten um einen Element-
Knoten oder einen Text-Knoten, so wird der entschl¨ usselte Knoten an der alten Position
des Quell-Knotens in den DOM-Baum eingef¨ ugt. F¨ ur den Fall, dass der Quell-Knoten ein
Attribut-Knoten war, wird der entschl¨ usselte Knoten dem direkt ¨ ubergeordneten Element-
Knoten des Quell-Knotens beigeordnet. Vor dem Einf¨ ugen des Knotens ist falls notwendig
eine Konvertierung der Zeichenkodierung des entschl¨ usselten Knotens von UTF-8 in die
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Beim Einf¨ ugen eines Attribut-Knotens ist folgendermassen vorzugehen:
1. Wenn das Element, dem das Attribut beigeordnet werden soll, schon ein Attribut mit
dem gleichen Namen in diesem Namensraum (falls vorhanden) beinhaltet, so muss
das Einf¨ ugen unterbleiben. Denn es ist zum einen in XML nicht gestattet, dass
ein Element zwei Attribute mit gleichem Namen beinhaltet und zum anderen kann
nicht generisch entschieden werden, welches der beiden Attribute in einem solchen
Fall den Vorrang hat.
Anmerkung: In einem applikationsspeziﬁschen Kontext kann das Einf¨ ugen eines
solchen Attributs explizit gestattet werden. Dann muss das alte Attribut durch das
neue ¨ uberschrieben werden.
2. Wenn das einzuf¨ ugende Attribut in einem Namensraum liegt und der Pr¨ aﬁx des At-
tributs in dem Element schon deﬁniert ist, in welches das Attribut eingef¨ ugt werden
soll, so ist zu pr¨ ufen, ob der zugeh¨ orige Namensraum der selbe ist. Ist dies der Fall
kann das Attribut einfach eingef¨ ugt werden. Im anderen Fall muss ein neuer nicht
benutzter Pr¨ aﬁx f¨ ur den Namensraum gew¨ ahlt werden und das Attribut mit diesem
eingef¨ ugt werden.
Diese Regel sorgt f¨ ur die Konsistenz der Namensraum-Zuordnungen.
3. Falls das einzuf¨ ugende Attribut in einem Namensraum liegt und der Pr¨ aﬁx des At-
tributs ist noch nicht deﬁniert, so ist neben dem Attribut auch die Namensraum-
Deklaration f¨ ur diesen Pr¨ aﬁx einzuf¨ ugen.
Dadurch ist garantiert, dass ein Attribut dem richtigen Namensraum zugeordnet ist.
Beim Einf¨ ugen entschl¨ usselter XML-Daten sind zus¨ atzlich die im Abschnitt 4.2.7 speziﬁ-
zierten Randbedingungen zu beachten.
4.2.6.2 Entschl¨ usselung mehrfach verschl¨ usselter Knoten
Bei der Super-Verschl¨ usselung und der hierarchischen Verschl¨ usselung sind in den ent-
schl¨ usselten Knoten eines Entschl¨ usselungs-Schrittes weitere verschl¨ usselte Knoten enthal-
ten. Diese werden dechiﬀriert, indem sie systematisch einer nach dem anderen wiederum
entschl¨ usselt werden, wobei neue verschl¨ usselte Knoten zu Tage treten k¨ onnen. So f¨ ahrt
man fort bis entweder keine verschl¨ usselten Knoten mehr vorhanden sind oder f¨ ur keinen
der noch vorhandenen Knoten ein geeigneter Schl¨ ussel vorliegt.
Die Reihenfolge der Entschl¨ usselung ist dabei im Prinzip gleichg¨ ultig, weil durch die Re-
geln in Abschnitt 4.2.7 garantiert wird, dass jeder verschl¨ usselte Knoten entschl¨ usselt
werden kann, ohne zuvor einen anderen Knoten zu entschl¨ usseln. Selbstverst¨ andlich muss
die Entschl¨ usselung systematisch durchgef¨ uhrt werden, so dass das Verfahren terminiert
und dabei kein Knoten ¨ ubersehen wird. Hier wird wieder die Traversierung in Postorder
vorgeschlagen. Dabei wird nicht die oben beschriebene erweiterte Postorder-Traversierung
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Die Entschl¨ usselung mehrfach verschl¨ usselter Knoten kann mit dem im Folgenden be-
schriebenen Verfahren erfolgen. Es ist mit dem Start-Knoten durchzuf¨ uhren, ab dem
die Entschl¨ usselung erfolgen soll. Sollen alle verschl¨ usselten Knoten eines DOM-Baums
entschl¨ usselt werden, so ist als Start-Knoten das Wurzel-Element anzugeben.
1. Traversiere von dem gegebenen Start-Knoten aus die Element-Knoten des DOM-
(Teil)-Baums in Postorder.
2. Pr¨ ufe in jedem Element-Knoten, ob er den Namen EncryptedData hat und dieser im
durch die Speziﬁkation vorgegebenen Namensraum liegt:
(a) Falls nein, fahre mit der Traversierung des Baums fort.
(b) Entschl¨ ussele den Element-Knoten mit dem oben angegebenen Verfahren.
(c) F¨ uge den entschl¨ usselten Knoten nach dem oben angegebenen Verfahren in dem
DOM-Baum ein.
(d) Wenn es sich bei dem entschl¨ usselten und eingef¨ ugten Knoten um einen Element-
Knoten handelt, dann rufe das Verfahren rekursiv auf, wobei der Start-Knoten
der eben entschl¨ usselte Element-Knoten ist.
(e) Fahre mit der Traversierung des Baums fort.
4.2.7 Vorschriften f¨ ur verarbeitende Applikationen
XML-Dokumente, die nach dieser Speziﬁkation verschl¨ usselte Teile beinhalten, sollen so
weit wie m¨ oglich weiterverarbeitet werden k¨ onnen, auch wenn keiner oder nicht alle
Schl¨ ussel vorhanden sind. Dazu m¨ ussen alle Applikationen, die ein solches Dokument
manipulieren, bestimmte Randbedingungen kennen und entsprechende Regeln befolgen.
Das Ziel der im Folgenden gegebenen Verarbeitungsvorschriften ist, dass nach Abschluss
jedes Verarbeitungsschritts garantiert werden kann, dass die Entschl¨ usselung aller sicht-
baren Elemente mit chiﬀriertem Inhalt unmittelbar m¨ oglich ist, ohne zun¨ achst ein anderes
Element zu entschl¨ usseln. Dadurch kann auf die Deﬁnition eines Protokolls oder weiterer
Meta-Daten verzichtet werden, in dem die ben¨ otigte Reihenfolge der Entschl¨ usselungs-
Schritte explizit gemacht werden muss, um eine erfolgreiche Dechiﬀrierung zu garantieren.
Um dieses Ziel erreichen zu k¨ onnen, stehen zwei Bedingungen im Vordergrund:
• Atomizit¨ at von Elementen, die verschl¨ usselte Daten beinhalten.
• Wahrung der referentiellen Integrit¨ at.
Mit Atomizit¨ at wird die Forderung bezeichnet, dass EncryptedData-Elemente immer
als atomare Einheiten behandelt werden m¨ ussen. Das heisst, es ist nicht zul¨ assig, einen
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vollst¨ andig entfernt, vollst¨ andig kopiert oder vollst¨ andig transformiert (z.B:. verschl¨ usselt)
werden. Das selbe gilt f¨ ur EncryptedKey-Elemente, die nicht innerhalb eines Encrypted-
Data-Elements stehen.
Der Begriﬀ der referentiellen Integrit¨ at bezieht sich auf zwei Punkte:
• Die Wahrung der Zuordnung von verschl¨ usselten Attributen zu ihren Elementen.
• Die Aufrechterhaltung von Referenzen von KeyInfo-Elementen auf EncryptedKey-
Elemente im gleichen Dokument.
Aus diesen Bedingungen ergeben sich folgende Verarbeitungsvorschriften:
Verschl¨ usselte Elemente oder Text-Knoten k¨ onnen gel¨ oscht oder umsortiert werden, ohne
dass die Entschl¨ usselung darunter leidet, wenn sie kein EncryptedKey-Element beinhalten,
das referenziert wird. Ist letzteres des Fall, so muss vor dem L¨ oschen des Elements eine
Kopie dieses EncryptedKey-Elements an einer anderen Stelle des Dokuments eingef¨ ugt
werden. Allerdings wird durch diese Aktionen nat¨ urlich die Struktur des vorhandenen
XML-Dokuments ge¨ andert und damit auch der Kontext, in dem die verschl¨ usselten Daten
stehen. Daher ist dies nur zu empfehlen, wenn unerw¨ unschte Eﬀekte dabei mit Sicherheit
ausgeschlossen werden k¨ onnen.
Verschl¨ usselte Attribute beziehen sich immer auf das erste Eltern-Element. Diese Kopp-
lung muss auf alle F¨ alle gewahrt bleiben. Daher m¨ ussen beim L¨ oschen von Elementen
zugeh¨ orige verschl¨ usselte Attribute – also alle, die direkte Kinder eines zu l¨ oschenden
Elements sind – mit gel¨ oscht werden. Auch hier gilt, dass Kopien beinhalteter Encrypted-
Key-Elemente, die referenziert werden, an einer anderen Stelle des Dokuments eingef¨ ugt
werden m¨ ussen. Das Einf¨ ugen von neuen Attributen in einem Element, das verschl¨ usselte
Attribute enth¨ alt, kann zu Kollisionen f¨ uhren (doppelt vorhandene Attribut-Namen nach
der Entschl¨ usselung) und sollte daher nur vorgenommen werden, wenn dies ausgeschlossen
werden kann.
Wird ein verschl¨ usselter Knoten aus seinem alten Sichtbarkeitsbereich entfernt (z.B. durch
Verschl¨ usselung oder L¨ oschen in einem und Einf¨ ugen in ein anderes Dokument), so muss
gew¨ ahrleistet werden, dass alle von ihm referenzierten EncryptedKey-Elemente aus dem
alten Sichtbarkeitsbereich in den neuen ¨ ubernommen werden. Dazu kann es notwendig
sein, Kopien von EncryptedKey-Elementen zu erstellen und an der neuen Stelle geeignet
einzuf¨ ugen.
Beim Einf¨ ugen eines verschl¨ usselten Knotens in einem neuen Sichtbarkeitsbereich ist es
notwendig, die Eindeutigkeit der mitgenommenen EncryptedKey-Elemente zu garantieren,
insofern diese referenziert werden. Dazu muss sichergestellt werden, dass das ID-Attribut
des EncryptedKey-Elements im neuen Sichtbarkeitsbereich eineindeutig ist. Ist dies nicht
gegeben, so sollte zun¨ achst ¨ uberpr¨ uft werden, ob das andere EncryptedKey-Element mit
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Vergleich der verschl¨ usselten Sitzungsschl¨ ussel f¨ ur jeweils den selben Empf¨ anger erfolgen.
Sind beide Schl¨ ussel gleich, braucht das EncryptedKey-Element nicht mehr eingef¨ ugt zu
werden. Im anderen Fall muss die ID vor dem Einf¨ ugen ge¨ andert werden, wobei alle im
neuen Sichtbarkeitsbereich vorhandenen Referenzen, die aus dem alten Sichtbarkeitsbe-
reich stammen, entsprechend abzu¨ andern sind. Dies ist die einzige Ausnahme von der
Regel, dass Inhalte von EncryptedKey-Elementen nicht ver¨ andert werden d¨ urfen. Diese
letzte Vorschrift ist auch bei der Entschl¨ usselung von Element-Knoten anzuwenden, wenn
diese referenzierte EncryptedKey-Elemente beinhalten.
Mit diesen Regeln ist die Komposition von Dokumenten aus verschl¨ usselten XML-Daten
m¨ oglich, wobei w¨ ahrend der Verarbeitung kein Schl¨ ussel vorhanden sein muss. Ver-
schl¨ usselte Elemente und Text-Knoten k¨ onnen direkt ¨ ubernommen werden, da garantiert
ist, dass sie alle relevanten Informationen f¨ ur eine korrekte Entschl¨ usselung beinhalten. Die
Verwendung verschl¨ usselter Attribute macht bei der Komposition dagegen keinen Sinn,
weil nur im Kontext ihres Eltern-Elements eine sinnvolle Entschl¨ usselung gegeben ist. Sie
m¨ ussen daher immer mit ihren Eltern-Elementen ¨ ubernommen werden.
Werden EncryptedKey-Elemente in externen Dokumenten abgelegt, so sollte man auf jeg-
liche weitere Verarbeitung dieser Elemente verzichten (z.B. das Verschieben an einen an-
deren Ort oder Super-Verschl¨ usselung), da diese sonst nicht mehr aufgefunden werden
k¨ onnen. Denn ob noch eine g¨ ultige Referenz von ausserhalb existiert, l¨ asst sich im Allge-
meinen nicht mit Sicherheit feststellen.
All diese Regeln sind relativ komplex und zum Teil auch aufw¨ andig zu veriﬁzieren und si-
cherzustellen. Allerdings entsteht diese Komplexit¨ at fast ausschliesslich durch die Ber¨ uck-
sichtigung der Regeln zur Wahrung der referentiellen Integrit¨ at bei der Wiederverwendung
von Sitzungsschl¨ usseln im gleichen Dokumenten. Wird auf die Anwendung von referen-
zierten EncryptedKey-Elementen innerhalb des gleichen Dokuments verzichtet und diese
stattdessen ausschliesslich innerhalb der ihnen zugeh¨ origen EncryptedData-Elemente ab-
gelegt, ist die Einhaltung obiger Regeln sehr einfach. Neben der leicht zu garantierenden
Atomizit¨ at ist nur die Kopplung zwischen verschl¨ usselten Attributen und ihren Eltern-
Elementen aufrecht zu erhalten, was leicht m¨ oglich ist. Dies gilt auch, wenn alle refe-
renzierten EncryptedKey-Elemente in externen Lokationen liegen, denn dann m¨ ussen sie
bei der Verarbeitung nicht weiter ber¨ ucksichtigt werden. Steht also die Verarbeitbarkeit
von verschl¨ usselten Teilen eines Dokuments im Vordergrund, so sollte auf die Verwendung
referenzierter EncryptedKey-Elemente in diesen Dokumenten verzichtet werden.
4.2.8 Unterschiede zur XML Encryption Speziﬁkation des W3Cs
Unter der Schirmherrschaft des W3Cs ist die ”XML Encryption Syntax and Processing“-
Speziﬁkation [50] im Entstehen, die ebenfalls ein Verfahren zur Verschl¨ usselung von XML-
Daten deﬁniert. Da diese auf anderen Anforderungen [49] beruht, gibt es zwischen beiden
Speziﬁkationen einige wesentliche Unterschiede. Allerdings stehen beim W3C sowohl die
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durch sich noch einige ¨ Anderungen ergeben k¨ onnen. Die folgenden Ausf¨ uhrungen beruhen
auf dem ¨ oﬀentlichen Entwurf der W3C-Speziﬁkation vom Juni 2001. Er wird im Folgenden
kurz mit ”W3Enc“ bezeichnet und die in diesem Abschnitt vorgestellte Speziﬁkation mit
”XEnc“.
Zun¨ achst gibt es einen Unterschied in der Wahl des Daten-Modells. W3Enc benutzt das
Modell von InfoSet [33]. Dahingegen wurde f¨ ur XEnc DOM gew¨ ahlt (s. Abschnitt 4.1.3),
worauf auch alle Deﬁnitionen und Verfahren basieren. Alternativ h¨ atte auch alles in
InfoSet beschrieben werden k¨ onnen. Aus den gew¨ ahlten Daten-Modellen resultieren direkt
keine gr¨ osseren Unterschiede.
Konsequenzen zeigen sich erst dadurch, dass XEnc strikt am DOM ausgerichtet ist, wo-
hingegen W3Enc das InfoSet-Modell nur als Hilfsmittel zur Speziﬁkation einsetzt und sich
nicht immer daran orientiert. Daraus resultiert ein erster Unterschied in der unterst¨ utzen
Granularit¨ at, denn XEnc bietet dadurch im Gegensatz zu W3Enc die Verschl¨ usselung
eines ganzen XML-Dokuments nicht an (s. Abschnitt 4.1.3).
Zudem ist die bei XEnc gew¨ ahlte Granularit¨ at feiner. Es sind Elemente, Attribute und
Text als sinnvolle Einheiten identiﬁziert (s. Abschnitt 4.1.3) worden, deren Verschl¨ usselung
unterst¨ utzt wird.
Dahingegen orientiert sich W3Enc an der XML Signature-Speziﬁkation [57] und bietet die
Verschl¨ usselung von bin¨ aren Datenobjekten, XML-Dokumenten, Elementen und Element-
Inhalten an. In der Speziﬁkation wird zwar der Eindruck erweckt, dass auch die Ver-
schl¨ usselung von Text-Knoten m¨ oglich ist, aber dies triﬀt nur auf den Sonderfall zu, dass
der zu verschl¨ usselnde Text der einzige Inhalt eines Elements ist.
Die Verschl¨ usselung von bin¨ aren Daten und ganzen XML-Dokumenten kann auch mit
XEnc erfolgen, wenn diese in ein XML-Dokument eingebettet werden. Dazu kann zum
Beispiel das ”XML MIME Transformation Protocol (XMTP)“ [67] herangezogen werden.
Danach wird einfach das Wurzel-Element dieses Dokuments verschl¨ usselt.
Weiterhin bestehen gr¨ ossere Unterschiede in den unterst¨ utzten kryptograﬁschen Verfah-
ren und bei den M¨ oglichkeiten des Schl¨ usseltransports. Hier ist W3Enc sehr umfassend.
So werden wesentlich mehr Verschl¨ usselungs-Verfahren angeboten, unter anderem auch
ein Strom-Chiﬀre. Der Transport von Sitzungsschl¨ usseln ist auch mit geteilten Schl¨ usseln
m¨ oglich und mittels Schl¨ usselvereinbarungsverfahren. Allerdings sind etliche dieser Ver-
fahren als optional gekennzeichnet und m¨ ussen daher nicht Teil einer Implementierung der
Speziﬁkation sein. Auf die detaillierte Vorstellung aller Verfahren wird hier mit Hinweis
auf die Speziﬁkation [50] verzichtet.
Dahingegen bietet XEnc zwar wesentlich weniger Auswahl, aber die wichtigsten M¨ oglich-
keiten sind mit den angebotenen Mitteln gegeben. Zudem bietet die Beschr¨ ankung auch
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die Interoperabilit¨ at ist letztlich gr¨ osser, weil es nicht dazu kommen kann, dass ein optio-
nales Verfahren bei einem der Kommunikationspartner nicht vorhanden ist.
Die Unterst¨ utzung eines Strom-Chiﬀres ist bei W3Enc aufgenommen worden, weil Media-
Daten (z.B. Video) in Form bin¨ arer Str¨ ome unterst¨ utzt werden sollen. Da XEnc bin¨ are Da-
tenquellen nicht direkt unterst¨ utzt (s.o.), sondern sich auf die Verschl¨ usselung von XML-
Daten konzentriert, ist hier ein solches Verfahren unn¨ otig. Speziﬁziert ein entsprechender
XML-Standard den Umgang mit verschl¨ usselten Media-Daten (z.B. ein Nachfolger der
aktuellen SMIL-Speziﬁkation [68]), so kann XEnc in diesem Zusammenhang eingesetzt
werden, um die ben¨ otigten Schl¨ ussel zu transportieren.
Im Hinblick auf W3Enc sollten bei einer neueren Version von XEnc daher nur die vor-
handenen kryptograﬁschen Verfahren durch modernere ersetzt werden und zus¨ atzlich der
Transport von Sitzungsschl¨ usseln mit geteilten Schl¨ usseln erm¨ oglicht werden. Beides ist
mit nur geringen ¨ Anderungen an der Speziﬁkation m¨ oglich und dr¨ uckt sich am Ende in
erster Linie durch ge¨ anderte URLs f¨ ur die Verschl¨ usselungs-Schemas aus.
Ein grosser Vorteil im Hinblick auf die Verteilung verschl¨ usselter Daten kann allerdings f¨ ur
XEnc verbucht werden. Sollen diese an mehrere Empf¨ anger versendet werden, so kann hier
einfach ein einziges Dokument erstellt werden, in dem direkt f¨ ur jeden Empf¨ anger ein an
ihn adressierter Sitzungsschl¨ ussel mitgesendet wird. W3Enc unterst¨ utzt ein solches Vorge-
hen nicht. Dort muss entweder f¨ ur jeden Empf¨ anger ein individuell verschl¨ usseltes Doku-
ment erstellt werden oder alle Empf¨ anger m¨ ussen ¨ uber einen geteilten Schl¨ ussel verf¨ ugen.
Zudem ist die hierarchische Verschl¨ usselung bei W3Enc nicht explizit deﬁniert. Da die
Super-Verschl¨ usselung dort auch unterst¨ utzt wird, kann die hierarchische Verschl¨ usselung
ebenfalls erfolgen. Es werden aber dazu keine speziﬁschen Verarbeitungsvorschriften gege-
ben. Weiterhin werden in W3Enc keinerlei Vorschriften zur Verarbeitung von Teilen eines
Dokuments mit verschl¨ usselten Inhalten gegeben.
Dies ist aber nicht als Mangel der W3Enc-Speziﬁkation zu bezeichnen, weil alle hier ge-
gebenen Vorschriften von einem Entwickler, der solche Funktionen stabil implementieren
will, selbst abgeleitet werden k¨ onnen. Damit m¨ ussen sie nicht Teil der Speziﬁkation sein.
Ein weiterer Unterschied ist, dass W3Enc keine speziﬁsches Verfahren f¨ ur die Serialisie-
rung und Deserialisierung vorgibt. Dies liegt haupts¨ achlich darin begr¨ undet, dass sie keine
Verschl¨ usselung von Attributen unterst¨ utzt. Diese muss explizit speziﬁziert werden, weil
XML f¨ ur ein einzelnes Attribut keine ad¨ aquate Darstellung kennt. Ansonsten kann man
sich im Prinzip auf die Darstellung in XML zur¨ uckziehen, wie dies auch XEnc tut. Al-
lerdings deﬁniert XEnc die Verschl¨ usselung des Inhalts eines Elements. Die Serialisierung
von Inhalten eines Elements kann aber zu nicht wohlgeformtem XML f¨ uhren. Daher w¨ are
es zumindest ein saubererer Ansatz, wenn XEnc die Serialisierung solcher Inhalte explizit
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Abschliessend sei aber die Gemeinsamkeit der Speziﬁkationen betont, Teile von XML-
Dokumenten verschl¨ usseln zu k¨ onnen. Dies ist jeweils als ein bisher in dieser Form nicht
dagewesenes und m¨ achtiges Werkzeug erkannt worden. Darauf liegt bei beiden der Haupt-
fokus. Nimmt man sie zusammen, so erh¨ alt man eine sehr umfassende M¨ oglichkeit zur
Verschl¨ usselung aller Arten von Daten. Diese Zusammenf¨ uhrung ist mit den Mitteln von
XML leicht m¨ oglich: Werden Eigenschaften ben¨ otigt, die eine der beiden Speziﬁkationen
nicht aufweist, kann man beide innerhalb des gleichen XML-Dokuments nebeneinander
einsetzen, weil sie durch ihre Namensr¨ aume vollst¨ andig unabh¨ angig voneinander sind.4.3. GARANTIE DER VERTRAUENSW¨ URDIGKEIT 85
4.3 Garantie der Vertrauensw¨ urdigkeit
Mit den oben vorgestellten Mitteln kann die Vertraulichkeit von XML-Daten gew¨ ahrleistet
werden. Allerdings ist f¨ ur ein sicheres Gesamtsystem die Garantie der Vertrauensw¨ urdig-
keit eine ebenso wichtige Voraussetzung. Dazu m¨ ussen geeignete Verfahren in die vorge-
stellte Speziﬁkation integriert werden k¨ onnen, bzw. damit zusammen einsetzbar sein.
Ein kurzes Beispiel zeigt die Relevanz der Vertrauensw¨ urdigkeit und dient f¨ ur die folgenden
Ausf¨ uhrungen als Erkl¨ arungshilfe. Gegeben sei das unten folgende XML-Dokument. Darin
sind die Elemente, die Angaben zur H¨ ohe des Gehalts tragen, verschl¨ usselt. Erlangt ein
Angreifer ein Schreibrecht auf dieses Dokument, so kann er das verschl¨ usselte Element,
das das Gehalt des Chefs beinhaltet, kopieren und damit das verschl¨ usselte Element mit
dem Gehalt von Maxi ¨ uberschreiben. Der Angreifer erh¨ alt also nicht direkt Kenntnis ¨ uber
den Inhalt der verschl¨ usselten Daten, aber er kann die Daten unberechtigt ¨ andern, ohne
dass dies bemerkt wird.
<?xml version="1.0" encoding="UTF-8"?>
<personal>
<person>
<name>Hans Hastig</name>
<EncryptedData>...(Gehalt vom Chef)...</EncryptedData>
</person>
<person>
<name>Maxi Muster</name>
<EncryptedData>...(Gehalt von Maxi)...</EncryptedData>
</person>
</personal>
Das Problem ist letztlich sogar noch tiefgreifender, weil bei dem zur Verschl¨ usselung von
XML-Daten verwendeten DES-ede-Verfahren mit CBC-Modus M¨ oglichkeiten zur Manipu-
lation der verschl¨ usselten Daten auf Block-Ebene bestehen und zur Manipulation von Bits
des ersten Blocks ¨ uber eine ¨ Anderung des Initialisierungsvektors [2, Abschnitt 7.2.2(ii)].
Um dies zu vermeiden, muss garantiert werden k¨ onnen, dass die Daten nach der Ver-
schl¨ usselung nicht manipulierbar sind (Datenintegrit¨ at). Zudem muss nachvollziehbar sein,
wer die Daten verschl¨ usselt hat (Authentiﬁzierung).
Beide Ziele k¨ onnen durch den Einsatz von Signaturen erreicht werden. Das W3C steht
kurz vor der Verabschiedung eines Standards zur Signierung von Daten [57], der zusammen
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In diesem Standard sind mehrere Varianten von Signaturen vorgesehen:
• In einer umh¨ ullenden Signatur (engl. enveloping signature) sind die signierten XML-
Daten innerhalb der Signatur abgelegt.
• Bei einer umh¨ ullten Signatur (engl. enveloped signature) umgeben die signierten
XML-Daten die Signatur.
• Eine entkoppelte Signatur (engl. detached signature) kann ausserhalb oder innerhalb
des Dokuments liegen, in dem die signierten XML-Daten sind. Ist sie innerhalb des
gleichen Dokuments, so handelt es sich um eine entkoppelte Signatur, wenn sie weder
eine umh¨ ullende noch eine umh¨ ullte Signatur ist. Eine solche Signatur kann nicht
nur XML-Daten signieren, sondern auch beliebige bin¨ are Objekte.
Werden Signatur und Verschl¨ usselung nicht systematisch aufeinander bezogen angewendet,
k¨ onnen beide Verfahren dadurch Schaden nehmen. Wird zum Beispiel nur das Encrypted-
Key-Element innerhalb eines EncryptedData-Elements signiert, so sch¨ utzt dies nicht die
verschl¨ usselten XML-Daten vor Manipulationen. Ist sie zudem eine entkoppelte Signatur
und wird das EncryptedData-Element entschl¨ usselt und durch den Klartext ersetzt , so
verbleibt im Dokument eine Signatur, die auf ein nicht mehr vorhandenes EncryptedKey-
Element verweist und daher nutzlos ist. Umgekehrt kommt es zu Problemen, wenn ein
Teil einer vorhandenen Signatur verschl¨ usselt wird, denn diese ist dann nutzlos, bis dieser
Teil wieder entschl¨ usselt wird.
Letztlich kann noch der Fall auftreten, dass XML-Daten verschl¨ usselt werden, nachdem
sie signiert worden sind. Um diese veriﬁzieren zu k¨ onnen, m¨ ussen sie zun¨ achst ent-
schl¨ usselt werden. Es ist also notwendig, eine spezielle Reihenfolge der Entschl¨ usselungs-
und Veriﬁkations-Schritte einzuhalten. Dazu liegt dem W3C der Entwurf einer Speziﬁka-
tion vor, der ein solches Verfahren deﬁniert [69]. Dieser Vorschlag bezieht sich zwar auf
die Verwendung mit der XML Encryption-Speziﬁkation des W3C, kann aber im Prinzip
auch mit der oben vorgestellten Speziﬁkation verwendet werden. Dazu m¨ usste das En-
cryptedData-Element um ein Id-Attribut erweitert werden, damit es referenzierbar wird.
Allerdings wird dieses Vorgehen hier nicht empfohlen, weil durch die im Klartext vorhande-
ne Signatur die Sicherheit der verschl¨ usselten Daten herabgesetzt sein kann [69, Abschnitt
6].
Stattdessen wird folgendes Vorgehen empfohlen:
1. Signiere den Teil der XML-Daten, der verschl¨ usselt werden soll, mit einer umh¨ ullen-
den oder einer umh¨ ullten Signatur.
2. Verschl¨ ussele die Daten inklusive der gesamten Signatur.
Diese Schritte stimmen zum einen mit den Prinzipien zur Wahrung der Sicherheit der
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keine Signaturen von verschl¨ usselten Daten im Klartext, weshalb an dieser Stelle kein
Risiko entstehen kann.
Zudem sind die EncryptedData-Elemente dadurch wieder unabh¨ angig von anderen Teilen
eines Dokuments und k¨ onnen inklusive ihrer Signatur verarbeitet werden. Dieser Punkt
ist allerdings letztlich ein Problem, denn gerade die Manipulation eines Dokuments durch
Kopieren und Einf¨ ugen verschl¨ usselter Daten soll ja verhindert werden k¨ onnen, wie man
an obigem Beispiel sieht. Dies l¨ asst sich wiederum dadurch vermeiden, dass die ver-
schl¨ usselten Daten durch eine weitere Signatur an ihren Kontext gebunden werden. Dazu
kann nat¨ urlich das ganze Dokument mit allen seinen verschl¨ usselten Daten signiert wer-
den. Dies l¨ auft aber dem Anspruch zuwider, Teile eines solchen Dokuments verarbeiten
zu k¨ onnen. Im obigen Beispiel k¨ onnen aber Signaturen auch an den einzelnen person-
Elementen angebracht werden. Dadurch wird einerseits garantiert, dass die zu einer Per-
son vorliegenden Daten konsistent sind und andererseits kann der Datensatz einer Person
als ganzes ohne Probleme weiterverarbeitet werden. Diese Bindung der verschl¨ usselten
Daten an ihren Kontext ist aber in hohem Masse applikationsspeziﬁsch.
Somit stehen geeignete L¨ osungen zur Garantie der Vertrauensw¨ urdigkeit zur Verf¨ ugung,
die zusammen mit der Verschl¨ usselung von XML-Daten die Basis f¨ ur ein sicheres System
bilden k¨ onnen.
4.4 Erweiterungen f¨ ur grosse dynamische Empf¨ angergrup-
pen
Zus¨ atzlich soll hier noch auf die Verschl¨ usselung von Daten, die an grosse dynamische
Empf¨ angergruppen gerichtet sind, eingegangen werden. Das Szenario SC2 (s. Abschnitt
3.1.2) gibt ein Beispiel f¨ ur die damit verbundenen M¨ oglichkeiten. Weil eine genaue Spe-
ziﬁkation den Rahmen dieser Arbeit sprengen w¨ urde, wird hier nur die Problematik ver-
deutlicht und m¨ ogliche L¨ osungsans¨ atze grob skizziert.
Will man verschl¨ usselte Daten einer Gruppe mit einer grossen Anzahl von Empf¨ angern
zur Verf¨ ugung stellen, so st¨ osst man mit den ¨ ublichen Verfahren schnell an Grenzen.
Setzt man Verfahren mit ¨ oﬀentlichen Schl¨ usseln ein, so muss man f¨ ur alle potentiellen
Empf¨ anger jeden Sitzungsschl¨ ussel jeweils einmal pro Empf¨ anger mit dessen ¨ oﬀentlichen
Schl¨ ussel verschl¨ usseln und in das Dokument einf¨ ugen. Bei der oben vorgestellten Spezi-
ﬁkation betr¨ agt die Gr¨ osse eines Receiver-Elements insgesamt circa 480 Bytes. Dadurch
sind Gruppen mit mehr als 1000 Empf¨ angern wohl nur selten vertretbar. Ab einem ge-
wissen Punkt nehmen die Sitzungsschl¨ ussel mehr Platz ein als die eigentlichen Daten.
Wann dieser Punkt erreicht wird, h¨ angt von der Gr¨ osse des unverschl¨ usselten Dokuments,
der Anzahl der darin verschl¨ usselten Elemente und der Anzahl der Empf¨ anger ab. Das
Problem ist selbstverst¨ andlich auch nicht dadurch zu l¨ osen, dass die Daten f¨ ur jeden
Empf¨ anger individuell verschl¨ usselt werden. Dann bleiben die Dokumente zwar klein, aber
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vollst¨ andig neu verschl¨ usselt werden. Dadurch steigt die ben¨ otigte Rechenzeit linear mit
der Anzahl der Empf¨ anger und der Gr¨ osse des Dokuments an. Zudem muss das Doku-
ment an jeden Empf¨ anger direkt versendet werden, wodurch auch die zu ¨ ubertragende
Datenmenge linear mit der Anzahl der Empf¨ anger und der Gr¨ osse des Dokuments steigt.
Vor dem Hintergrund dieser Probleme wird zum Teil auf die Benutzung eines geteil-
ten Schl¨ ussels zur¨ uckgegriﬀen, so dass jeder Besitzer dieses Schl¨ ussels alle damit ver-
schl¨ usselten Daten einsehen kann. Dadurch kann die Gruppe beliebig viele Mitglieder
haben und es wird zur Verschl¨ usselung nur ein einziger Schl¨ ussel ben¨ otigt, der einmal
anzuwenden ist. Der Nachteil an der Methode ist, dass bei Verlassen eines Mitglieds der
Gruppe, an alle Mitglieder ein neuer geteilter Schl¨ ussel verteilt werden muss. Ebenso
k¨ onnen mit geteilten Schl¨ usseln keine Daten f¨ ur Teile der Gruppe verschl¨ usselt werden,
so dass f¨ ur jede Teilgruppe ein eigener Schl¨ ussel notwendig ist. Der Aufwand zur sicheren
Verteilung der geteilten Schl¨ ussel ist daher nur gerechtfertigt, wenn mit den Mitgliedern
dieser Gruppe h¨ auﬁger ¨ uber einen l¨ angeren Zeitraum kommuniziert wird. Zudem gibt es
keine Standards zur Verteilung und Nutzung von geteilten Schl¨ usseln, die in einem of-
fenen System eingesetzt werden k¨ onnen. Daher ist deren Verwendung auf geschlossene
Benutzergruppen beschr¨ ankt, zum Beispiel innerhalb einer Firma, die eine einheitliche
Sicherheits-Infrastruktur zur Verf¨ ugung stellt.
F¨ ur die Unterst¨ utzung grosser dynamischer Gruppen sind also folgende Randbedingungen
zu ber¨ ucksichtigen:
• Unterst¨ utzung von Gruppen, deren Struktur sich auf allen Ebenen sehr dynamisch
¨ andern kann: Mitglieder kommen hinzu, Mitglieder verlassen die Gruppe, neue Grup-
pen werden gebildet, Gruppen werden aufgel¨ ost in kleinere Gruppen, Gruppen wer-
den gel¨ oscht.
• Entkoppelung der Gr¨ osse eines verschl¨ usselten Dokuments von der Anzahl der Em-
pf¨ anger.
• Verwendung von Verfahren, die in einer oﬀenen Benutzergruppe eingesetzt werden
k¨ onnen.
Dazu werden im Folgenden zwei L¨ osungsans¨ atze vorgestellt, die zum einen darauf beruhen,
dass es in den Speziﬁkationen zur Verschl¨ usselung einen Mechanismus zur Referenzierung
externer Sitzungsschl¨ ussel gibt. Die erste L¨ osung kann direkt mit den zur Verf¨ ugung
stehenden Mitteln implementiert werden. Die zweite ben¨ otigt die Speziﬁkation eines spe-
ziellen Kommunikationsprotokolls zum Transport von Sitzungsschl¨ usseln. Beide k¨ onnen
sowohl auf Basis der XML Encryption-Speziﬁkation des W3Cs als auch mit der in Ab-
schnitt 4.2 vorgestellten Speziﬁkation umgesetzt werden.
Zum anderen beruht die Grundidee in beiden F¨ allen darauf, einen speziellen Dienst zu
etablieren, der Sitzungsschl¨ ussel zu verschl¨ usselten Daten auf Anforderung herausgibt.
Bevor dieser Schl¨ usselerteilungs-Dienst (engl. key granting service) das tut, kontrolliert
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diesen Schl¨ ussel in ein Logbuch. Zur Kontrolle der Berechtigung muss er den Benutzer
zun¨ achst authentiﬁzieren.
Damit sind auch schon f¨ ur den ersten L¨ osungsansatz alle wesentlichen Komponenten gege-
ben. Ein Dokument wird wie ¨ ublich verschl¨ usselt, wobei aber die Sitzungsschl¨ ussel nicht
mit den ¨ oﬀentlichen Schl¨ usseln der Empf¨ anger verschl¨ usselt werden. Stattdessen werden
die Sitzungsschl¨ ussel mit einem Schl¨ ussel des Schl¨ usselerteilungs-Dienstes verschl¨ usselt
und dann diese verschl¨ usselten Sitzungsschl¨ ussel an den Dienst ¨ ubermittelt.
Die verschl¨ usselten Daten referenzieren dann den Sitzungsschl¨ ussel mittels eines KeyIn-
fo/RetrievalMethod-Element durch einen URL, der auf den Schl¨ usselerteilungs-Dienst ver-
weist. Wenn ein Benutzer diesen Schl¨ ussel abholen will, muss er sich zun¨ achst authenti-
ﬁzieren. Da der Sitzungsschl¨ ussel zudem sicher ¨ ubertragen werden muss, kann f¨ ur beide
Aufgaben SSL3/TLS [14, 15] mit Zertiﬁkaten f¨ ur beide Kommunikationsteilnehmer einge-
setzt werden. Der Nachteil dieser L¨ osung liegt darin, dass der Schl¨ usselerteilungs-Dienst
viele Sitzungsschl¨ ussel sicher verwalten und aufheben muss. Insbesondere das L¨ oschen
nicht mehr ben¨ otigter Schl¨ ussel stellt dabei ein Problem dar, weil im Allgemeinen nicht
feststellbar ist, ab welchem Zeitpunkt ein Schl¨ ussel nicht mehr ben¨ otigt wird. Wenn man
hier ein einfaches Verfahren ﬁnden kann, ist dieses Problem allerdings leicht l¨ osbar. Zum
Beispiel k¨ onnte man festlegen, dass Schl¨ ussel nach einem Monat ung¨ ultig werden. F¨ ur den
Einsatz beim Schutz von Artikeln einer Tageszeitung wie in Szenario SC2 ist dies gewiss
ausreichend.
Die zweite L¨ osung basiert auf den gleichen Komponenten, ben¨ otigt aber zus¨ atzlich ein si-
cheres Kommunikationsprotokoll zwischen den Empf¨ angern und dem Schl¨ usselerteilungs-
Dienst. Hier wird etwas anders vorgegangen als oben. Auch hier werden die Sitzungs-
schl¨ ussel mit Schl¨ usseln des Schl¨ usselerteilungs-Dienst verschl¨ usselt. Diese werden aber
dann direkt im Dokument abgelegt. Dadurch braucht der Schl¨ usselerteilungs-Dienst diese
nicht zentral aufzubewahren. Ben¨ otigt ein Benutzer Zugriﬀ auf die verschl¨ usselten Teile
eines Dokuments, so sendet er die verschl¨ usselten Sitzungsschl¨ ussel an den Schl¨ usselertei-
lungs-Dienst, der wieder durch ein KeyInfo/RetrievalMethod-Element referenziert werden
kann. Dieser entschl¨ usselt die Daten und pr¨ uft, ob der Empf¨ anger zum Zugriﬀ berech-
tigt ist. Dazu k¨ onnen dem verschl¨ usselten Sitzungsschl¨ ussel weitere Meta-Daten mitge-
geben worden sein, die der Dienst zur Pr¨ ufung der Zugriﬀsberechtigung ben¨ otigt, wie
zum Beispiel eines Liste der berechtigten Benutzer oder einen Zeitstempel. Ist die Be-
rechtigung gegeben, so verschl¨ usselt der Schl¨ usselerteilungs-Dienst den Sitzungsschl¨ ussel
mit dem ¨ oﬀentlichen Schl¨ ussel des Empf¨ angers. Die Kommunikation zwischen Empf¨ anger
und Dienst muss mit einem Protokoll abgewickelt werden, dass zum einen die gegenseitige
Authentiﬁzierung erm¨ oglicht. Zus¨ atzlich sollte es aus Gr¨ unden der Eﬃzienz erm¨ oglicht
werden, nicht nur einen Sitzungsschl¨ ussel, sondern eine Liste davon zu ¨ ubertragen. Dies
minimiert den Kommunikationsaufwand erheblich, wenn mehrere Sitzungsschl¨ ussel inner-
halb eines Dokuments ben¨ otigt werden.
Beide L¨ osungen k¨ onnen die oben gestellten Randbedingungen zur Unterst¨ utzung grosser
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che Schl¨ usselerteilungs-Dienste gewisse Risiken bergen k¨ onnen, insbesondere wenn sie dazu
missbraucht werden, um einen unbemerkten Zugriﬀ auf die verschl¨ usselten Daten durch
Dritte zu erm¨ oglichen (engl. key escrow). Eine kritische Darstellung dieser Risiken ﬁndet
sich in [70]. Daher sollte in dieser Richtung weiter geforscht werden, bevor ein solches
System eingesetzt wird.
Im Laufe dieses Kapitels ist eine vollst¨ andige Speziﬁkation zur Verschl¨ usselung und Ent-
schl¨ usselung von XML-Daten entwickelt worden. Zudem wurden Wege aufgezeigt, wie
neben der Vertraulichkeit auch die Vertrauensw¨ urdigkeit garantiert werden kann. Absch-
liessend sind Verfahren skizziert worden, die auf Basis der Verschl¨ usselung von XML-Daten
auch grosse dynamische Empf¨ angergruppen unterst¨ utzen k¨ onnen.
Die erstellte Speziﬁkation erf¨ ullt damit alle Anforderungen aus Abschnitt 3.2. Sie bildet
die Basis f¨ ur die im Prototypen entwickelte Komponente zur Ver- und Entschl¨ usselung
von XML-Daten (s. Abschnitt 6.2.4).Kapitel 5
Architektur zur ﬂexiblen
Verschl¨ usselung von XML-Daten
In diesem Kapitel wird die Architektur systematisch entwickelt und speziﬁziert. Dazu
wird zun¨ achst eine generische und erweiterbare Architektur zur ﬂexiblen Verarbeitung
von XML-Daten beschrieben. Auf diese aufbauend wird eine Architektur f¨ ur die ﬂexible
Verschl¨ usselung von XML-Daten vorgestellt.
Zun¨ achst werden dabei jeweils die ¨ Uberlegungen beim Entwurfsprozess diskutiert, die
unter Einbeziehung der Anforderungen aus Abschnitt 3.2 zu der gew¨ ahlten Architektur
gef¨ uhrt haben.
Anschliessend erfolgt jeweils eine Speziﬁkation der entwickelten Architektur. Sie werden
in textuell beschreibender Form gegeben, wobei an geeigneter Stelle erl¨ auternde Graﬁ-
ken beigef¨ ugt sind. Wo es m¨ oglich ist, wird zur Speziﬁkation direkt ein XML Schema
angegeben.
5.1 Generische Architektur zur ﬂexiblen Verarbeitung von
XML-Daten
Im Folgenden wird eine generische und erweiterbare Architektur zur ﬂexiblen Verarbei-
tung von XML-Daten vorgestellt. Sie ist nicht auf den Einsatz bei der Verschl¨ usselung
beschr¨ ankt, sondern abstrahiert davon auf beliebige Transformationen von XML-Doku-
menten.
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5.1.1 Motivation
Zun¨ achst wird dargestellt, auf welche Weise die Architektur entstanden und wie sie im
Groben aufgebaut ist. Dabei steht die systematische Herleitung im Vordergrund und
nicht eine komponenten-orientierte Darstellung.
Die w¨ ahrend der dieser Diskussion eingef¨ uhrten Bezeichnungen und Akronyme werden
in Hinsicht auf eine bessere Vergleichbarkeit der abstrakteren Darstellung in diesem Ab-
schnitt mit den konkreten Speziﬁkationen in den darauf folgenden Abschnitten verwendet.
5.1.1.1 Transformations-Prozessor
Es ist sofort klar, dass die Inhalte eines XML-Dokuments durch die Ver- oder Ent-
schl¨ usselung jeweils transformiert werden. Diese Transformation wird durch eine aktive
Komponente durchgef¨ uhrt, die als Transformations-Prozessor bezeichnet wird.
Die Steuerung eines solchen Transformations-Prozessor sollte nicht anhand von Daten
erfolgen, die in das zu transformierende XML-Dokument eingebettet sind, weil dies dem
Grundkonzept von XML zuwider l¨ auft, den Inhalt von seiner Repr¨ asentation zu trennen.
Denn letztlich sind verschl¨ usselte Inhalte nichts weiter als eine spezielle Repr¨ asentation der
Daten. Stattdessen lagert man die Beschreibung der durchzuf¨ uhrenden Transformationen
aus den Dokumenten aus, wie dies z.B. auch bei XSLT [34] geschieht.
5.1.1.2 Bewertung von XSLT
Ein solcher Transformations-Prozessor k¨ onnte also auf Basis von XSLT implementiert
werden, wie es auch f¨ ur die Verschl¨ usselung von XML-Dokumenten in [48] vorgeschlagen
wird. Dabei gibt es aber zwei Probleme:
Zun¨ achst f¨ allt auf, dass bei XSLT die Beschreibung, welche Daten zu transformieren sind,
mit der Beschreibung der durchzuf¨ uhrenden Transformation verkn¨ upft sind. Dadurch
kann XSLT nur bestimmte vorab deﬁnierte Transformationen vornehmen, weshalb f¨ ur die
Verschl¨ usselung ein vorhandener XSLT-Prozessor umgeschrieben und erweitert werden
m¨ usste, damit er f¨ ur diesen Zweck verwendet werden kann. Zudem m¨ usste XSLT selber
(also die Sprache) erweitert werden, um die neuen Funktionen ansprechen zu k¨ onnen.
Dieser Weg wird in [48] beschritten. Da XSLT-Prozessoren allerdings relativ komplex
sind, ist es ziemlich aufw¨ andig, sie zu erweitern. Zudem ist ein tieferes Verst¨ andnis der
XSLT-Sprache notwendig. Dazu kommt der Nachteil, dass die Integration weiterer Trans-
formationen (z.B. zur Signierung – vergl. Anforderung 17) wieder den gleichen Aufwand
erfordern. Letztlich sind auch mehrere solcher Transformations-Prozessoren schlecht kom-
binierbar, weil jeder auf einem eigenen erweiterten XSLT-Prozessor beruhen m¨ usste und
auch noch unabh¨ angige Spracherweiterungen mitbringt. Das Problem l¨ asst sich dahinge-
hend zusammenfassen, dass XSLT keine Erweiterungsm¨ oglichkeiten in seiner Architektur
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Zudem kann mit XSLT die Anforderung 6 nach einer hierarchischen Verschl¨ usselung nicht
erf¨ ullt werden, weil nicht garantiert werden kann, dass die Transformation der Knoten
(d.h. in dem Fall die Verschl¨ usselung) von den Bl¨ attern in Richtung der Wurzel verl¨ auft,
was aber in diesem Fall eine unumg¨ angliche Voraussetzung ist (s. Abschnitt 4.1).
So verbietet sich der Einsatz von XSLT als Basiskomponente sowohl zur Verschl¨ usselung
von XML-Daten im Speziellen als auch zur ﬂexiblen Verarbeitung von XML-Dokumenten
im Allgemeinen.
5.1.1.3 Identiﬁkation der Hauptkomponenten
Daher wird ein g¨ anzlich anderer Weg eingeschlagen, der die oben beschriebenen Probleme
vermeidet. Dazu wird zun¨ achst festgestellt, was die wichtigen Komponenten f¨ ur eine
Architektur zur ﬂexiblen Transformation von Dokumenten sind:
• Da es oﬀensichtlich eine Vielzahl sinnvoller Transformationen gibt, bietet sich zu-
n¨ achst direkt eine Verallgemeinerung auf beliebige Transformations-Prozessoren an.
Eine solche Komponente, die ein XML-Dokument ver¨ andern kann, wird im Folgen-
den auch mit ”Document Transformation Processor“ (DTP) bezeichnet.
• Es ist mit Blick auf XSLT sofort klar, dass zur Durchf¨ uhrung einer Transformation
im Allgemeinen Meta-Daten ben¨ otigt werden, die einen DTP steuern oder die er
auswerten kann.
• Weiterhin ist eine Selektions-Sprache notwendig, die die Beziehung von Meta-Daten
zu den Daten herstellt.
• Letztlich wird noch eine Steuerungs-Komponente ben¨ otigt, die einen geeigneten
Transformations-Prozessor aufruft, damit dieser anhand der Meta-Daten die Da-
ten transformiert. Zudem ist sie n¨ otig, um beliebige DTPs miteinander kombinieren
zu k¨ onnen.
5.1.1.4 Festlegung des Daten-Modells
Zun¨ achst wird nach einem ad¨ aquaten Daten-Modell f¨ ur die zu transformierenden XML-
Dokumente gesucht: Um die hierarchische Verschl¨ usselung zu erm¨ oglichen, m¨ ussen die
Meta-Daten, die die Verschl¨ usselung deﬁnieren, zun¨ achst vollst¨ andig gesammelt werden,
wonach das Dokument systematisch von den Bl¨ attern zur Wurzel hin zu bearbeiten ist
(s. Abschnitt 4.2.5.3). Damit ist klar, dass f¨ ur diese Transformation ein Baum-Modell
des XML-Dokuments ben¨ otigt wird. Dazu bietet sich das durch DOM2 [29] speziﬁ-
zierte Daten-Modell an, das zudem auch die durch Anforderung 2 ben¨ otigten XML-
Namensr¨ aume [22] unterst¨ utzt. Das gew¨ ahlte Baum-Modell gibt die hierarchische Struk-
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vorhandenen Informationen bereit. Es ist also auch generisch genug, um die Basis f¨ ur
beliebige Transformationen zu bilden und nicht nur f¨ ur die Verschl¨ usselung.
In einem Baum-Modell ist auch die Anforderung 4 leicht erf¨ ullbar, indem die Meta-Daten
direkt an die Knoten des DOM-Baums annotiert werden. Dadurch wird es einem Pro-
zessor, der die Knoten des Baums traversiert, erm¨ oglicht, auf dieser Granularit¨ atsebene
Transformationen durchzuf¨ uhren.
5.1.1.5 Selektions-Sprache und Meta-Daten
Um Knoten in einem DOM-Baum adressieren zu k¨ onnen, bieten sich XPath-Ausdr¨ ucke
[32] an, die zudem eine deklarative Selektion erm¨ oglichen. Dadurch sind auch die Anfor-
derungen 14 und 15 erf¨ ullbar, wonach die Transformationen eines DTPs (z.B. zur Ver-
schl¨ usselung) deklarativ durch Meta-Daten steuerbar sein m¨ ussen. Zudem bietet XPath
den Vorteil, dass es eine (dank XSLT) relativ bekannte Sprache ist, wodurch die Anwender
nicht gezwungen sind, eine neue zu erlernen. Damit ist die ben¨ otigte Selektions-Sprache
gefunden.
F¨ ur ein konsistent mit XML-Technologien aufgebautes System (Anforderung 1) ist es
notwendig, dass auch die Meta-Daten in Form von XML vorliegen. Da die Zuordnung
von den Meta-Daten aus in Richtung der Daten erfolgt, m¨ ussen die jeweiligen Selektions-
Ausdr¨ ucke den Meta-Daten beigeordnet werden. Dies geschieht am einfachsten, indem sie
zusammen als Einheit in einem XML-Dokument abgelegt werden.
5.1.1.6 Annotations-Prozessor
Ein solches XML-Dokument, das ausschliesslich Meta-Daten mit ihren zugeh¨ origen Se-
lektionsausdr¨ ucken beinhaltet, wird als ”Document Annotation Sheet“ (DAS) bezeich-
net. Der Begriﬀ ”Annotationen“ bezeichnet dabei speziell Meta-Daten, die Knoten eines
DOM-Baums zugeordnet werden. Somit sind jetzt auch die ben¨ otigten Meta-Daten f¨ ur
die gesuchte Architektur gegeben.
Da die Interpretation eines DAS-Dokuments und die Auswertung der darin enthaltenen
XPath-Ausdr¨ ucke unabh¨ angig von einer speziellen Transformation ist, wird dies in ei-
ner eigenen Komponente gekapselt. Bei deren Ausf¨ uhrung wird im Gegensatz zu den
Transformations-Prozessoren aber nie das XML-Dokument sondern nur die zugeh¨ origen
Meta-Daten ver¨ andert. Daher kann man diese Komponente auch als einen speziellen
Prozessor auﬀassen, weshalb sie als ”Document Annotation Processor“ (DAP) bezeichnet
wird.
Die Meta-Daten zur Verschl¨ usselung sollen f¨ ur verteilte Systeme auch dezentral gepﬂegt
werden k¨ onnen (Anforderung 16). Daher m¨ ussen Meta-Daten aus mehreren Quellen
zur Beschreibung einer Transformation herangezogen werden k¨ onnen. Das wird einfach
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Um aber diese Liste von DAS-Dokumenten ﬂexibel, einfach und konsistent (Anforderun-
gen 14, 15 und 1) handhaben zu k¨ onnen, wird sie wiederum in einem XML-Dokument
abgelegt (s.u.: DPS).
5.1.1.7 Prinzip der ”Kette von Werkzeugen“
Eine mehrfache Verschl¨ usselung (Anforderung 5) kann sehr einfach implementiert werden
kann, indem man den Transformations-Prozessor f¨ ur die Verschl¨ usselung iterativ aufruft.
Zudem kann es sinnvoll sein, nach oder vor der Verschl¨ usselung weitere Transformationen
durchzuf¨ uhren (z.B. um eine Signatur einzuf¨ ugen). Eine Generalisierung dieses Ansatzes
f¨ ur beliebige Transformations-Prozessoren f¨ uhrt zu dem auch von Unix bekannten Ansatz
der ”Kette von Werkzeugen“ (engl. chain of tools). Dabei wird eine Eingabe hinterein-
ander durch mehrere Werkzeuge (z.B. Filter) geleitet, wodurch mittels (Re-)Kombination
einfacher Komponenten mit jeweils speziﬁschem Einsatzzweck auch komplexe Probleme
elegant gel¨ ost werden k¨ onnen. Diese Methode ist sehr ﬂexibel und ihre Leistungsf¨ ahigkeit
hat sich stets bewiesen.
5.1.1.8 Steuerungs-Komponente
Die Abfolge der Transformations-Prozessoren wird ¨ uber ein weiteres XML-Dokument – das
”Document Processing Sheet“ (DPS) – gesteuert (wieder aufgrund von Anforderungen 14,
15 und 1). Im DPS wird auch f¨ ur jeden aufzurufenden DTP die oben beschriebene Liste
der DAS-Dokumente mitgef¨ uhrt, die vor dessen Aufruf mittels des DAP ausgewertet wird.
Da sowohl die Sequenz der Transformations-Prozessoren als auch ihrer zugeh¨ origen Listen
von DAS-Dokumenten im Allgemeinen nicht kommutativ sind, ist es sinnvoll, sie alle
innerhalb dieses XML-Dokuments zusammenzufassen, wodurch die Reihenfolge explizit
festgelegt werden kann. Es verbietet sich allerdings, DPS und DAS in einem einzigen
Dokument zusammenzufassen, weil dadurch Anforderung 16 verletzt w¨ urde.
Um die im DPS deﬁnierte Sequenz kontrolliert ablaufen zu lassen, wird jetzt die zen-
trale Steuerungs-Komponente – ”Document Processing Controller“ (DPC) genannt – zur
Datenﬂuss-Kontrolle eingef¨ uhrt. Sie wertet ein DPS-Dokument aus und ruft dann alle
Prozessoren (DAP und DTPs) entsprechend auf.
5.1.1.9 Annotierter DOM-Baum
Da Annotationen beim Ablauf einer Transformation nur f¨ ur einen speziﬁschen DOM-
Baum g¨ ultig sind (denn sie beziehen sich auf dessen Knoten), werden beide zu einer
Datenstruktur aggregiert, um Konsistenzprobleme zu vermeiden. Diese wird ”annotierter
DOM-Baum“ genannt. Sie muss vom DPC erzeugt werden, um dann den jeweiligen Pro-
zessoren als Eingabe zur Verf¨ ugung gestellt zu werden. Das Ergebnis ist jeweils wieder ein
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5.1.1.10 Integration
Somit sind nun alle eingangs erw¨ ahnten Komponenten vorhanden und ihr Zusammenwir-
ken grob speziﬁziert. Da die oben beschriebenen Punkte nicht auf spezielle Transforma-
tionen festgelegt sind, sondern nur generische Methoden zur Verwendung von beliebigen
Meta-Daten und zum Aufruf beliebiger Prozessoren beschreiben, erh¨ alt man so eine generi-
sche und auch erweiterbare Architektur zur ﬂexiblen Verarbeitung von XML-Dokumenten.
Nun wird diese noch an einigen Stellen, die sich oﬀensichtlich anbieten, generalisiert bzw.
weiter speziﬁziert:
• Die Annotationen in einem DAS sind im Allgemeinen immer speziﬁsch f¨ ur einen
speziellen DTP. Daher m¨ ussen die m¨ oglichen Annotationen jeweils im Rahmen der
Speziﬁkation eines DTPs deﬁniert werden.
• In einem DAS sollen Annotationen f¨ ur mehrere DTPs stehen k¨ onnen. Daher muss
der jeweils zust¨ andige Prozessor kenntlich gemacht werden. Dies kann durch die
Verwendung von XML-Namensr¨ aumen erzielt werden.
• Wenn der DAP Annotationen anbringt, so soll der Selektionsausdruck, der den
Dokument-Teil adressiert, mit abgelegt werden. Denn diese Information f¨ ur einen
DTP wichtig sein kann, z.B. wenn er Knoten in einen DOM-Baum einf¨ ugt oder
l¨ oscht.
• Manche DTPs ben¨ otigen evtl. keine Annotationen aus einem DAS. Daher muss der
Aufruf des DAP vor einem DTP optional sein.
• Es kann sinnvoll sein, einem DTP bei dessen Aufruf weitere Parameter zu ¨ ubergeben,
wobei es sich anbietet, diese einfach im DPS abzulegen.
• Ein DTP soll die vorhandenen Annotationen ver¨ andern k¨ onnen. Dies kann z.B.
n¨ otig sein, wenn ein DTP ein Element in den DOM-Baum einf¨ ugt oder ver¨ andert
und die zugeh¨ origen Annotationen f¨ ur einen sp¨ ateren Bearbeitungsschritt erstellt
bzw. ge¨ andert werden m¨ ussen (Zustandsverwaltung).
• Einem DTP ist es gestattet, nicht nur Transformationen durchzuf¨ uhren, sondern
auch beliebige Aktionen (z.B. das Schreiben in ein Logbuch oder Versenden von
eMail).
• Ein DTP muss keinerlei Transformationen, ¨ Anderungen an den Annotationen oder
Aktionen durchf¨ uhren. Er ist nur verpﬂichtet, ein Ergebnis zur¨ uckzuliefern. Dies
darf nat¨ urlich auch die urspr¨ ungliche Eingabe sein.
• Nachdem ein DTP beendet wurde, muss der DPC die bestehenden Annotationen ver-
werfen, damit keine Seiteneﬀekte beim Aufruf des folgenden DTPs auftreten k¨ onnen
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• Der DPC soll als Eingabe statt eines XML-Dokuments dessen Repr¨ asentation als
DOM-Baum ¨ ubergeben bekommen. Dies ist sinnvoll, wenn diese Architektur in ein
gr¨ osseres Gesamtsystem eingebettet werden muss, weil dann die Eingabe evtl. schon
als DOM-Baum vorliegt.
• Der DPC soll als Ausgabe den transformierten DOM-Baum ¨ ubergeben, wenn alle
durch das DPS deﬁnierten Prozessoren fehlerfrei durchlaufen wurden.
Diese generische und erweiterbare Architektur zur ﬂexiblen Verarbeitung von XML-Daten
wird zusammenfassend mit dem Begriﬀ ”Document Processing Framework“ (DPF) be-
zeichnet.
Es sei zum Abschluss betont, dass das DPF nicht zum Ziel hat, XSLT zu ersetzen. Viel-
mehr bietet es einen Weg beliebige Transformationen auszuf¨ uhren und zu kombinieren.
Ein XSLT-Prozessor k¨ onnte dabei in Form eines DTPs in die Architektur eingebettet
werden. Ein gutes Beispiel daf¨ ur ist es, ein durch einen DTP zur Entschl¨ usselung ent-
schl¨ usseltes XML-Dokument anschliessend per XSLT nach HTML zu konvertieren, um es
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5.2 Speziﬁkation des Document Processing Framework (DPF)
Zun¨ achst soll anhand von Abbildung 5.1 eine ¨ Ubersicht ¨ uber das Document Processing
Framework (DPF) gegeben werden, um ein Verst¨ andnis des Zusammenspiels der einzel-
nen Komponenten zu erleichtern, die in den folgenden Abschnitten detailliert speziﬁziert
werden. Dort ﬁndet sich jeweils auch die Deﬁnition der hier verwendeten Bezeichnungen
und Akronyme.
Abbildung 5.1: ¨ Ubersicht der Architektur des DPF
Als Eingabe werden die XML-Daten in Form eines DOM-Baums an den Document Pro-
cessing Controller (DPC) ¨ ubergeben, der die Verarbeitung dieser Eingabedaten steuert.
Um die XML-Daten ﬂexibel verarbeiten (also z.B. verschl¨ usseln) zu k¨ onnen, wird dem
DPC zus¨ atzlich eine deklarative Beschreibung einer abzuarbeitenden Folge von Prozesso-
ren ¨ ubergeben. Diese Beschreibung erfolgt in Form eines XML-Dokuments (DPS).
Es existieren zwei Typen von Prozessoren: Annotations- (DAP) und Transformations-
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Vor der Ausf¨ uhrung jedes einzelnen DTPs k¨ onnen jeweils Meta-Daten (Annotationen ge-
nannt) selektiv von einem Annotations-Prozessor an Knoten des DOM-Baums angebracht
werden. Im Gegensatz zu einem DTP kann dieser nie die XML-Daten selbst ¨ andern (s.u.).
Die Selektion eines DOM-Knotens erfolgt deklarativ mittels XPath. Die Annotationen
sind wiederum in XML kodiert und werden ebenfalls in Form von XML-Dokumenten
(DAS) zur Verf¨ ugung gestellt. Eine Liste mit 1 bis n DAS-Dokumenten wird an den DAP
bei dessen Aufruf durch den DPC ¨ ubergeben.
Die Transformations-Prozessoren k¨ onnen die vorhandenen XML-Daten ver¨ andern. Damit
ein DTP ﬂexibel auch feingranulare Operationen durchf¨ uhren kann, werden ihm bei seinem
Aufruf die Annotationen an den Knoten des die XML-Daten repr¨ asentierenden DOM-
Baums mitgegeben.
Eine Transformation wird jeweils durch einen Prozessor (DTP1,DTP2,...,DTPn) vor-
genommen, der eine speziﬁsche Aufgabe erf¨ ullt. Bei seinem Aufruf k¨ onnen ihm weitere
Parameter ¨ ubergeben werden, die ebenfalls innerhalb des DPS kodiert sind. Anhand aller
vorliegenden Eingaben (Aufrufparameter, annotierter DOM-Baum) verarbeitet ein Pro-
zessor die vorliegenden XML-Daten, wobei diese transformiert werden k¨ onnen. Dazu kann
es notwendig sein, die vorhandenen Annotationen ebenfalls zu ¨ andern.
Ist die Verarbeitung durch einen Transformations-Prozessor abgeschlossen, so werden alle
vorhandenen Annotationen verworfen und mit dem n¨ achsten Prozessor (d.h. DAP oder
DTP) in der durch das DPS deﬁnierten Folge fortgefahren.
Am Ende wird das Ergebnis der gesamten Folge von Transformationen wieder als DOM-
Baum ausgegeben.
5.2.1 Annotierter DOM-Baum
Die Prozessoren in dieser Architektur arbeiten auf der Basis eines DOM-Dokumenten-
Baums und von Meta-Daten, die wo ben¨ otigt den jeweiligen Knoten des DOM-Baums
zugeordnet werden. Diese Meta-Daten werden hier als ”Annotationen“ bezeichnet, um sie
begriﬄich von anderen Meta-Daten zu unterscheiden.
Um bei der Verarbeitung durch die Prozessoren Konsistenzprobleme zu vermeiden, wer-
den jeweils ein DOM-Baum und die zugeh¨ origen Annotationen in einer Datenstruktur
aggregiert. Diese Datenstruktur wird als annotierter DOM-Baum bezeichnet.
Wird ein annotierter DOM-Baum erzeugt, so beinhaltet er initial den DOM-Baum und
dazu eine leere Menge von Annotationen. Der DOM-Baum wird dabei normalisiert [29,
Abschnitt 1.2], d.h. dass danach keine direkt aufeinander folgenden Text-Knoten oder
leere Text-Knoten im DOM-Baum vorhanden sind, gerade so als ob er abgespeichert
und danach neu geladen worden w¨ are. Dies ist sinnvoll, da so die Ergebnismenge von
XPath-Ausdr¨ ucken nicht unn¨ otig aufgebl¨ aht wird und Transformations-Prozessoren kei-
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einem DOM-Baum nur normalisierte Text-Knoten den von XPath deﬁnierten Text-Knoten
(s. [32, Abschnitt 5.7]).
Um mit den Annotationen arbeiten zu k¨ onnen, m¨ ussen entsprechende Zugriﬀs- und Ver-
waltungsmethoden verf¨ ugbar sein. Diese m¨ ussen zumindest das Anbringen, Holen, ¨ Andern
und L¨ oschen von Annotationen an Knoten des DOM-Baums erm¨ oglichen. Da sich ein
DOM-Baum aus einzelnen Objekten aufbaut, kann man diese jeweils eineindeutig identi-
ﬁzieren.
Annotationen liegen selbst in Form von XML-Daten vor (s. Abschnitt 5.2.5). Sollen sie
an Knoten des DOM-Baums angebracht werden, so wird dazu der Ziel-Knoten und je-
weils eine Annotation in Form von XML-Daten ben¨ otigt. Da bereits mit DOM-B¨ aumen
gearbeitet wird, wird als konkrete Form f¨ ur diese ¨ ubergebenen XML-Daten ein DOM-
Element-Knoten benutzt.
Abbildung 5.2: Aufbau eines annotierten DOM-Baums
Alle Annotationen, die f¨ ur einen Knoten des DOM-Baums vorliegen, k¨ onnen unter Angabe
des Knotens ausgelesen werden. Diese werden dann auch in Form eines DOM-Dokument-
Baums zur¨ uckgegeben, der alle Annotationen beinhaltet. Es kann also an jeden Knoten
des DOM-Baums wiederum ein DOM-Baum als Tr¨ ager der Annotationen zugeordnet sein.
Dies ist in Abbildung 5.2 durch Pfeile angedeutet. Der zur¨ uckgegebene DOM-Baum mit
den Annotationen kann mit XML-Standard-Werkzeugen ausgewertet werden, also z.B.
auch mittels XPath. Das Wurzel-Element dieses Baums hat dabei keinerlei informati-
onstragende Bedeutung, sondern stellt nur einen Container f¨ ur die Annotationen dar.
Daher darf es keinen eigenen Namensraum deﬁnieren, weil dieser sonst an Annotationen
vererbt wird, die selber an keinen eigenen Namensraum gebunden sind. Jedes direkte
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Das ¨ Andern von Annotationen und das selektive L¨ oschen einzelner Annotationen kann di-
rekt in diesem DOM-Baum erfolgen. Alle ¨ Anderungen werden sofort wirksam und bleiben
bis zum L¨ oschen aller Annotationen erhalten.
5.2.2 Document Processing Controller (DPC)
Ein Document Processing Controller (DPC) steuert die Verarbeitung eines als Ein-
gabe ¨ ubergebenen XML-Dokumentes, das als DOM-Baum repr¨ asentiert wird, d.h. er
¨ ubernimmt die Datenﬂuss-Kontrolle.
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An den ¨ ubergebenen DOM-Baum werden dabei folgende Anforderungen gestellt:
1. Alle Entit¨ aten-Referenzen (s. [17, Abschnitt 4.1] und [29, Abschnitt 1.3]) m¨ ussen
aufgel¨ ost sein, da XPath diese nicht in ad¨ aquater Form als Teil der Ergebnismenge
eines Selektions-Ausdrucks zur¨ uckgeben kann. Dies ist eindeutig ein Mangel von
XPath, der aber nicht von ausserhalb der XPath-Speziﬁkation behoben werden kann.
Es stellt aber keine zu grosse Einschr¨ ankung dar, weil Entit¨ aten-Referenzen sowieso
zu irgend einem Zeitpunkt expandiert werden m¨ ussen, da sie selbst nicht Tr¨ ager der
referenzierten Informationen sind.
2. Um eine vollst¨ andige Normalisierung der im DOM-Baum vorhandenen Text-Knoten
erreichen zu k¨ onnen (s.u.), darf dieser keine CDATA-Knoten (s. [17, Abschnitt
2.7] und [29, Abschnitt 1.3])enthalten. Dies bedeutet aber letztlich keinerlei Ein-
schr¨ ankung, weil es immer m¨ oglich ist, einen CDATA-Knoten verlustfrei in einen
Text-Knoten zu ¨ uberf¨ uhren.
Zur Initialisierung ¨ uberf¨ uhrt er den DOM-Baum zun¨ achst in einen annotierten DOM-
Baum. Die Menge der Annotationen ist danach initial leer und der DOM-Baum normali-
siert (s. vorherigen Abschnitt).
Die Deﬁnition der durch den DPC zu steuernden Verarbeitungsschritte erfolgt durch die
in einem Document Processing Sheet (DPS) gegebenen Daten. Ein DPS ist selbst wieder-
um ein XML-Dokument, das einer in XML-Schema deﬁnierten Struktur unterliegt. Eine
Speziﬁkation dieser Struktur erfolgt im n¨ achsten Abschnitt.
Im DPS wird eine Folge von Transformations-Prozessoren (DTP, s. Abschnitt 5.2.6) de-
ﬁniert, die sequentiell auf den jeweils als Eingabe ¨ ubergebenen annotierten DOM-Baum
anzuwenden sind. Jeder DTP wird durch einen eineindeutigen URN [23] identiﬁziert, der
jeweils im Rahmen der Speziﬁkation jedes DTPs deﬁniert werden muss.
Vor dem Aufruf eines DTPs k¨ onnen mittels des Annotations-Prozessors (DAP, s. Ab-
schnit 5.2.4) Meta-Daten zu den vorhandenen XML-Daten zugeordnet werden. Hierzu
wird dem DAP der annotierte DOM-Baum und eine Liste mit 1 bis n DAS-Dokumenten
(s. Abschnitt 5.2.5) ¨ ubergeben, die wie die Prozessoren deklarativ im DPS deﬁniert wer-
den.
Beim Aufruf eines Transformations-Prozessors wird diesem der annotierte DOM-Baum
¨ ubergeben. Zus¨ atzlich k¨ onnen im DPS Aufrufparameter f¨ ur den DTP deﬁniert sein, die
ebenfalls wiederum in Form von XML-Daten vorliegen und ihm als eine Liste von DOM-
Knoten ¨ ubergeben werden. Ausserdem ¨ ubergibt der DPC dem Prozessor die absolute
URL des DPS, die dieser benutzen kann, wenn er relative URLs aus den Aufrufparametern
auﬂ¨ osen muss.
Nachdem der aufgerufene Transformations-Prozessor seine Arbeit beendet hat, werden
die vorhandenen Annotationen verworfen und die transformierten XML-Daten bilden die
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Ist der letzte im DPS deﬁnierte Verarbeitungsschritt beendet, ohne dass ein Aufruf von
DAP oder DTP einen Fehler ergeben hat, so wird der annotierte DOM-Baum vom DPC
wieder in einen DOM-Baum ¨ uberf¨ uhrt und als Ergebnis an das Programm zur¨ uckgegeben,
das den DPC aufgerufen hat.
Wenn ein Fehler aufgetreten ist, wird stattdessen eine Fehlermeldung zur¨ uckgegeben. Der
erzeugte DOM-Baum gilt dann als nicht deﬁniertes Ergebnis und darf nicht weiter ver-
wendet werden. Als Auftreten eines Fehlers gilt selbstverst¨ andlich auch, wenn ein DPS-
Dokument nicht gefunden werden kann oder nicht der dazu deﬁnierten Struktur gen¨ ugt.
5.2.3 Document Processing Sheet (DPS)
F¨ ur den im letzten Abschnitt speziﬁzierten DPC wird nun mittels XML Schema eine
Struktur f¨ ur ein Document Processing Sheet (DPS) erstellt.
Der Zweck dieser Struktur ist es, Instanzen von XML-Dokumenten zu beschreiben, die
von einem DPC verarbeitet werden k¨ onnen. Daher spiegelt sie direkt die M¨ oglichkeiten
und Arbeitsweise eines DPCs wieder.
Die Verarbeitung eines Eingabe-Dokuments wird sequentiell in mehreren Schritten durch-
gef¨ uhrt, wobei deren Anzahl mindestens 1 und nach oben unbeschr¨ ankt ist. Dies wird
in einem processingline-Element modelliert, das als Wurzel-Element in DPS-Dokumenten
vorgesehen ist:
<xsd:element name = "processingline">
<xsd:complexType>
<xsd:sequence maxOccurs = "unbounded">
<xsd:element ref = "process"/>
</xsd:sequence>
</xsd:complexType>
</xsd:element>
In jedem Verarbeitungsschritt – beschrieben durch das process-Element – kann optio-
nal zun¨ achst ein Annotations-Prozessor aufgerufen werden. Dazu k¨ onnen 0 bis n DAS-
Dokumente angegeben werden, die mittels URLs referenziert werden. Die Adressierung
eines DAS-Dokuments erfolgt aus einem annotate-Element heraus. Im Anschluss wird
der gew¨ unschte DTP aufgerufen. Es handelt sich dabei also auch um eine Sequenz von
Aufrufen:
<xsd:element name = "process">
<xsd:complexType>
<xsd:sequence>
<xsd:element ref = "annotate" minOccurs = "0" maxOccurs = "unbounded"/>
<xsd:element ref = "transform"/>
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</xsd:complexType>
</xsd:element>
<xsd:element name = "annotate">
<xsd:complexType>
<xsd:attribute name = "ref" use = "required" type = "xsd:anyURI"/>
</xsd:complexType>
</xsd:element>
Der Aufruf des Transformations-Prozessors wird durch ein transform-Element modelliert.
Seine Adressierung erfolgt ¨ uber einen URN. Da es m¨ oglich sein soll, dem DTP beliebige
Aufrufparameter zu ¨ ubergeben, wird im Schema daf¨ ur ein Platzhalter vorgesehen, der mit
beliebigen wohlgeformten Elementen gef¨ ullt werden kann:
<xsd:element name = "transform">
<xsd:complexType>
<xsd:sequence minOccurs = "0" maxOccurs = "unbounded">
<xsd:any namespace = "##any" processContents = "lax"/>
</xsd:sequence>
<xsd:attribute name = "execute" use = "required" type = "xsd:anyURI"/>
</xsd:complexType>
</xsd:element>
Das Schema ist damit bis auf den f¨ ur XML Schema-Internas ben¨ otigten Deﬁnitionsrahmen
fertig. Es bekommt den XML Namensraum
http://www.darmstadt.gmd.de/2001/04/DocumentProcessingSheet
zugeordnet, der das Schema eineindeutig identiﬁziert. Alle Instanzen von XML-Dokumen-
ten, die mit diesem Schema validiert werden k¨ onnen, sind von einem DPC verarbeitbar.
Abbildung 5.4: Darstellung des Schemas f¨ ur DPS-Dokumente
Das vollst¨ andige Schema ﬁndet sich in Anhang A.1, eine graﬁsche Repr¨ asentation in Ab-
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5.2.4 Document Annotation Processor (DAP)
Der Document Annotation Processor (DAP) (dt. Annotations-Prozessor) f¨ ugt aus-
schliesslich Annotationen an die Knoten eines annotierten DOM-Baums hinzu. Er ver¨ an-
dert nie die im DOM repr¨ asentierten XML-Daten.
Als Eingabe bekommt der DAP einen annotierten DOM-Baum und eine Liste der zu
verarbeitenden DAS-Dokumente vom DPC ¨ ubergeben.
Abbildung 5.5: ¨ Ubersicht der Architektur des DAP
Diese externen Dateien – genannt Document Annotation Sheets (DAS) – sind wieder-
um XML-Dokumente, die einer in XML-Schema deﬁnierten Struktur unterliegen. Sie
erm¨ oglichen in Form von Annotationsregeln eine deklarative Beschreibung zur Selektion
einer Menge von Knoten eines DOM-Baums und der zugeh¨ origen Annotationen. Eine
Speziﬁkation der Struktur eines DAS-Dokuments erfolgt im n¨ achsten Abschnitt.
Eine Annotationsregel beinhaltet immer eine Annotation in Form eines XML-Elements
und eine zugeh¨ orige Selektionsregel. Die Selektionsregel ist ein XPath-Ausdruck, den der
DAP auswerten muss.
XPath-Ausdr¨ ucke bieten zwei prinzipielle Interpretationen: Zum einen kann ein XPath-
Ausdruck eine Menge von Knoten beschreiben, die ausgehend von einem Kontextknoten
selektiert werden (Selektions-Ausdruck). Zum anderen kann ein XPath-Ausdruck zum
Testen eines gegebenen Knotens auf strukturelle Merkmale benutzt werden (XPath pat-
tern matching-Ausdruck). Die verwendete XPath-Implementierung von Xalan unterst¨ utzt
vollst¨ andig (ausserhalb von XSLT) nur Selektions-Ausdr¨ ucke, weshalb diese Interpretation
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Jedem DOM-Knoten, der durch einen XPath-Ausdruck selektiert wird, wird die zugeh¨ orige
Annotationsregel zugeordnet. D.h. dass die Annotation zu dem Knoten den XPath-
Ausdruck beinhaltet! Wenn bei einer Annotationsregel die Menge der Knoten, die durch
den XPath-Ausdruck selektiert wird, leer ist, so werden die zugeh¨ origen Annotationen
einfach verworfen.
Wird ein Knoten in einem annotierten DOM-Baum durch mehrere Annotationsregeln in
dem/den ¨ ubergebenen DAS selektiert, so werden die jeweiligen Annotationsregeln immer
angef¨ ugt. Ein Ver¨ andern oder L¨ oschen vorhandener Annotationen erfolgt nie. Es erfolgt
auch keine Kontrolle, ob schon identische Annotationen vorhanden sind, weil bei XML
die ¨ Aquivalenz im Allgemeinen nicht einfach zu ¨ uberpr¨ ufen ist (s. Abschnitt 2.2.3). Diese
¨ Uberpr¨ ufung muss daher bei Bedarf ein DTP f¨ ur die ihm bestimmten Annotationen selber
vornehmen.
Annotationen k¨ onnen f¨ ur beliebige Transformations-Prozessoren g¨ ultig sein und unterlie-
gen selbst keinen weiteren Einschr¨ ankungen ausser denen f¨ ur XML-Daten. Daher sollten
die prozessorspeziﬁschen Teile durch XML-Namensr¨ aume [22] separiert werden, damit die
einzelnen Transformations-Prozessoren einfach auf die f¨ ur sie jeweils relevanten Teile zu-
greifen k¨ onnen (s. auch Abschnitt 5.2.6) und Ambiguit¨ aten vermieden werden k¨ onnen. Die
Deﬁnition der vom jeweiligen DTP erwarteten Namensr¨ aume und Annotationen ist Teil
seiner Speziﬁkation.
Da der DAP eine Liste der DAS-Dokumente als Eingabe bekommt und sowohl die Rei-
henfolge der einzelnen Annotationsregeln als auch die Reihenfolge der DAS beliebig ver-
tauschbar und auch sonst unabh¨ angig voneinander sind, kann die Verarbeitung von allen
DAS und die Auswertung aller Regeln im Prinzip beliebig parallelisiert werden.
Tritt beim Einlesen eines DAS (z.B. Dokument nicht gefunden oder gen¨ ugt nicht der
deﬁnierten Struktur) oder beim Auswerten einer Annotationsregel ein Fehler auf (z.B.
durch einen ung¨ ultigen XPath-Ausdruck), so wird die weitere Verarbeitung im DAP sofort
abgebrochen und ein Fehler an den DPC zur¨ uckgemeldet.
Ist bei der Verarbeitung aller Annotationsregeln kein Fehler aufgetreten, so wird als Er-
gebnis der annotierte DOM-Baum an den DPC zur¨ uckgegeben.
5.2.5 Document Annotation Sheet (DAS)
F¨ ur den im letzten Abschnitt speziﬁzierten DAP wird nun mittels XML Schema eine
Struktur f¨ ur ein Document Annotation Sheet (DAS) erstellt.
Der Zweck dieser Struktur ist es, Instanzen von XML-Dokumenten zu beschreiben, die
von einem DAP verarbeitet werden k¨ onnen.
Ein DAS-Dokuments ist in erster Linie ein Container f¨ ur die Annotationen, wovon es
mindestens 1 und maximal unbeschr¨ ankt viele geben muss. Jedes Element, das sich di-
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Baums ein direktes Kind davon ist), bildet eine Annotation. Daher wird nur das Wurzel-
Element annotations deﬁniert, das eine Sequenz von beliebigen wohlgeformten Elementen
aufnehmen kann:
<xsd:element name = "annotations">
<xsd:complexType>
<xsd:sequence maxOccurs = "unbounded">
<xsd:any namespace = "##any" processContents = "lax"/>
</xsd:sequence>
</xsd:complexType>
</xsd:element>
Nun wird aber an jede Annotation die Anforderung gestellt, dass sie einen Selektions-
Ausdruck in XPath beinhaltet. Beide zusammen bilden eine Annotationsregel. Eine solche
Regel sei gegeben, wenn die Annotation in ihrem obersten Element (also dem, das ein
direktes Kind des Wurzel-Elements ist) ein Attribut mit dem Namen das:match beinhaltet,
das als Wert einen XPath-Ausdruck enth¨ alt und wie folgt deﬁniert ist:
<xsd:attribute name = "match" type = "xsd:string"/>
Wie man an dem Pr¨ aﬁx von das:match sieht, wird zus¨ atzlich erwartet, dass match im
Namensraum
http://www.darmstadt.gmd.de/2001/04/DocumentAnnotationSheet
liegt. Dadurch wird eine Kollision von Attributen mit dem Namen ”match“ vermieden.
Dieser Namensraum ist auch f¨ ur Instanzen von DAS-Dokumenten zu verwenden.
Da das obige Attribut im Schema f¨ ur DAS-Dokumente deﬁniert ist, k¨ onnen andere Sche-
mas dieses importieren. Dies ist vor allem bei der Erstellung von Schemas f¨ ur Transforma-
tions-Prozessoren sinnvoll, die die g¨ ultigen Annotationen f¨ ur diesen Prozessor deﬁnieren,
weil dadurch beim Einlesen einer Instanz eines DAS-Dokuments durch den Parser eine
Validierung der Annotationen m¨ oglich ist. Ein Beispiel dazu ﬁndet sich bei der Beschrei-
bung zur Implementierung eines Verschl¨ usselungs-Prozessors in Abschnitt 6.2.6 und das
Schema dazu in Anhang A.3.
Das Schema ist damit bis auf den f¨ ur XML Schema-Internas ben¨ otigten Deﬁnitionsrahmen
fertig. Das vollst¨ andige Schema ﬁndet sich in Anhang A.2, eine graﬁsche Repr¨ asentation in
Abbildung 5.6 und ein Beispiel f¨ ur eine Instanz eines DAS-Dokuments in Abschnitt 6.3.6.
Das oben vorgestellte Schema ist ¨ uber seinen Namensraum eineindeutig identiﬁzierbar.
Alle Instanzen von XML-Dokumenten, die mit diesem Schema validiert werden k¨ onnen,
sind von einem DAP verarbeitbar, wenn diese zus¨ atzlich die obigen Restriktionen erf¨ ullen.
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muss innerhalb der Applikation zus¨ atzlichen Aufwand treiben, um die Einhaltung der
Speziﬁkation zu gew¨ ahrleisten.
Man st¨ osst hier an die Grenzen der Ausdruckm¨ oglichkeiten von XML Schema, denn die
obigen Anforderungen an die Instanzdokumente sind mit den Mitteln von Schema nicht
darstellbar.
Alternativ h¨ atte nat¨ urlich auch das Schema anders speziﬁziert werden k¨ onnen. Ein mit
XML Schema vollst¨ andig beschreibbares DAS-Dokument k¨ onnte z.B. so aussehen:
<?xml version="1.0"?>
<das:annotations
xmlns:das="http://www.darmstadt.gmd.de/EXAMPLE/DocumentAnnotationSheet">
<das:annotation match="//MatchedElement">
<m:metadata
xmlns:m="http://www.gmd.de/EXAMPLE/dtp"
ref="reference">
<m:moremetadata/>
</m:metadata>
</das:annotation>
<das:annotation match="//@MatchedAttribute">
<m:anothermetadata
xmlns="http://www.gmd.de/EXAMPLE/dtp">
TextContent
</m:anothermetadata>
</das:annotation>
</das:annotations>
Dieser Weg wurde aber nicht eingeschlagen, weil hier zum einen XML Schema in er-
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ster Linie als ein Speziﬁkations-Werkzeug eingesetzt wird. Zum anderen w¨ urde die Aus-
wertung und Manipulation der Annotationen f¨ ur die Transformations-Prozessoren (s.u.)
aufw¨ andiger und zudem w¨ urden dadurch die Annotationen mit unn¨ otigen redundanten
Informationen aufgebl¨ aht. Letztlich kommt noch hinzu, dass der geforderte Datentyp
”XPath-Ausdruck“ als Wert des Attributs nicht in Schema existiert und auch nicht als
regul¨ arer Ausdruck darstellbar ist. Daher muss sp¨ atestens die Korrektheit des geforderten
Datentyps auf Applikationsebene veriﬁziert werden.
5.2.6 Document Transformation Processor (DTP)
Die Aufgabe eines Document Transformation Processor (DTP) (dt. Transforma-
tions-Prozessor) ist es, den beim Aufruf vorliegenden annotierten DOM-Baum zu trans-
formieren und/oder basierend darauf Aktionen durchzuf¨ uhren. Selbstverst¨ andlich bleibt
es einem DTP dabei freigestellt, die Eingabedaten unver¨ andert zu lassen.
Abbildung 5.7: ¨ Ubersicht der Architektur des DTP
Beim Aufruf durch den DPC wird ihm ein annotierter DOM-Baum ¨ ubergeben. Dazu
k¨ onnen ihm vom diesem zus¨ atzliche Aufrufparameter in Form von XML-Daten ¨ ubergeben
werden, die im DPS speziﬁziert sind. Ausserdem erh¨ alt er den absoluten URL des DPS-
Dokuments, damit er in den Argumenten vorhandene relative URLs auﬂ¨ osen kann, indem
er sich auf diese Basis-URI (engl. Base URI) bezieht.
Der DOM-Baum, den ein Transformations-Prozessor als Teil der Eingabe erh¨ alt, erf¨ ullt
folgende Vorbedingungen:
1. Er enth¨ alt keine Entit¨ aten-Referenzen.
2. Es sind keine CDATA-Knoten vorhanden.
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Ein Transformations-Prozessor sollte nur aufgrund von Annotationen reagieren, die er
sinnvoll verarbeiten kann und die f¨ ur ihn bestimmt sind. Da aber durch den DAP nicht ga-
rantiert wird, dass nur solche relevanten Annotationen vorliegen (s. auch Abschnitt 5.2.4),
muss ein Prozessor diese selbst aus der Menge der Annotationen heraussuchen k¨ onnen.
Die Trennung kann durch die optionale Verwendung von XML-Namensr¨ aumen erfolgen.
Die Deﬁnition der vom DTP erwarteten Namensr¨ aume, Annotationen und Aufrufpara-
meter und den im DPS zu verwendenden URN [23], der den Prozessor eindeutig iden-
tiﬁziert, muss also Teil seiner Speziﬁkation sein und bei der Erstellung von DAS- und
DPS-Dokumenten ber¨ ucksichtigt werden.
Wenn ein DTP eine Eingabe verarbeitet, hat er die M¨ oglichkeit, im annotierten DOM-
Baum sowohl die Knoten des Baums als auch die vorhandenen Annotationen zu ver¨ andern.
Das heisst er darf beliebig Elemente l¨ oschen, ¨ andern oder einf¨ ugen! Dies bietet falls
ben¨ otigt dem DTP eine einfache M¨ oglichkeit, eine Zustandsverwaltung f¨ ur seine Transfor-
mationen zu realisieren.
Wie beim DAP bereits begr¨ undet (s. Abschnitt 5.2.4), muss ein Transformations-Prozessor
damit rechnen, dass Annotationen redundant sind. Er darf auf keinen Fall davon ausgehen,
dass dieser Fall nicht eintreten wird! Da er aber die volle Kontrolle ¨ uber die Annotationen
hat und ihm deren Semantik bekannt ist, hat er die M¨ oglichkeit, unn¨ otige Dubletten zu
entfernen oder zu ignorieren.
Eine Aufrechterhaltung der Konsistenz zwischen den Elementen des DOM-Baums und
den zugeordneten Annotationen wird nur insofern garantiert, als dass sich die vor dem
Einf¨ ugen eines neuen Knotens vorhandenen Annotationen auch hinterher auf die gleichen
Knoten beziehen. Der neu eingef¨ ugte Knoten bekommt keine Annotationen automatisch
zugeordnet. Wird ein Knoten gel¨ oscht, so werden die Annotationen dazu nicht automatisch
gel¨ oscht (dies geschieht sp¨ atestens durch den DPC, wenn der Transformations-Prozessor
seine Arbeit beendet hat – s. Abschnitt 5.2.2). In jedem Fall ist der DTP selbst f¨ ur eine
entsprechende Anpassung der Annotationen verantwortlich, wenn er dies ben¨ otigt.
Weiterhin kann ein DTP ausser Transformationen beliebige andere Aktionen durchf¨ uhren,
die abh¨ angig oder unabh¨ angig von den Eingabedaten sein k¨ onnen. Zum Beispiel kann er
weitere externe Komponenten aufrufen oder mit anderen Systemen kommunizieren. Daher
kann er sowohl mit transienten Daten arbeiten, als auch mit persistenten. So k¨ onnte ein
Prozessor den annotierten DOM-Baum serialisieren und persistent ablegen, um ihn zu
einem sp¨ ateren Zeitpunkt direkt wiederverwenden zu k¨ onnen.
Tritt bei der Verarbeitung der Eingabedaten ein Fehler auf (wie z.B. ung¨ ultige Aufrufpa-
rameter, ung¨ ultige oder nicht ausreichende Annotationen) oder sonstige Fehler (z.B. die
nicht Erreichbarkeit eines externen Systems), so gibt der DTP an den DPC eine Fehler-
meldung zur¨ uck.
Wenn der Transformations-Prozessor die Verarbeitung ohne Fehler beendigt hat, gibt er
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Der DOM-Baum, den ein Transformations-Prozessor als Teil seiner Ausgabe erzeugt, muss
folgende Nachbedingungen erf¨ ullen:
1. Er enth¨ alt keine Entit¨ aten-Referenzen.
2. Es sind keine CDATA-Knoten vorhanden.
3. Der DOM-Baum ist normalisiert.
Durch die Anforderungen des DPCs an einen DOM-Baum, der die Eingabe bildet und
die Normalisierung des Baums bei der ¨ Uberf¨ uhrung in einen annotierten DOM-Baum (s.
Abschnitt 5.2.2) kann der DPC die Vorbedingungen f¨ ur den Aufruf des ersten Transforma-
tions-Prozessors erf¨ ullen. Und weil die Nachbedingungen an einen DTP die gleichen sind
wie die Vorbedingungen, bleiben diese auch f¨ ur die weiteren Aufrufe von Transformations-
Prozessoren erhalten. Die Aufrufe des Annotations-Prozessors k¨ onnen bei dieser Betrach-
tung vernachl¨ assigt werden, weil diese nie den DOM-Baum ¨ andern (s. Abschnitt 5.2.4)
und sich alle Vorbedingungen nur auf diesen beziehen. Daher kann der DAP diese nicht
zerst¨ oren.
Ein DTP, der im Rahmen des DPF Verwendung ﬁnden soll, muss speziell daf¨ ur kon-
struiert werden, weil er Eingabe- und Ausgabeparameter in einem vom DPF deﬁnierten
Format entgegennehmen und zur¨ uckliefern muss. Die Verwendung von Annotationen ist
nat¨ urlich optional. So ist es relativ einfach m¨ oglich, vorhandene Komponenten, die auf
einem DOM-Baum operieren (wie z.B. einen XSLT-Prozessor), als Prozessoren f¨ ur das
DPF zu verwenden, indem sie durch Aggregation oder Vererbung mit einer entsprechen-
den Schnittstelle versehen werden, z.B. durch Einsatz des Adapter-Entwurfsmusters (engl.
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5.3 Architektur zur ﬂexiblen Verschl¨ usselung von XML-Daten
Das in Abschnitt 5.2 vorgestellte DPF dient jetzt als Grundlage zur ﬂexiblen Ver- und
Entschl¨ usselung von XML-Daten.
Dazu werden entsprechende Transformations-Prozessoren entworfen, die die Ver- und Ent-
schl¨ usselung von XML-Daten auf Basis von Regeln durchf¨ uhren, die in Form von Anno-
tationen zu gegeben sind. Dieser Entwurf f¨ ur die Prozessoren ist unabh¨ angig von der
verwendeten Verschl¨ usselungs-Speziﬁkation.
Am Anfang steht wieder eine Motivation und Diskussion der erstellten Architektur, die
im Anschluss speziﬁziert wird.
Komponenten zur Speicherung, Pﬂege und Verwaltung der Schl¨ ussel stehen dabei nicht
im Fokus der erstellten Architektur, sondern werden vorausgesetzt.
5.3.1 Motivation
Um eine ﬂexible Ver- und Entschl¨ usselung von XML-Dokumenten zu gew¨ ahrleisten, muss
diese deklarativ deﬁniert werden k¨ onnen (Anforderungen 14 und 15). Das heisst der An-
wender teilt nur noch in Form von Regeln mit was f¨ ur wen zu verschl¨ usseln ist und wie.
¨ Uber die einzelnen Verschl¨ usselungs-Schritte, die durchzuf¨ uhren sind, um diese Vorgaben
zu erf¨ ullen, soll sich der Anwender nicht k¨ ummern m¨ ussen. Bei der Entschl¨ usselung gilt
sinngem¨ ass das gleiche, nur kann hier in jedem Fall auf die Angabe des ”wie“ verzich-
tet werden, weil dies durch die Verschl¨ usselung eindeutig festgelegt ist. Aber auch hier
k¨ onnen Regeln zum Einsatz kommen, die die Entschl¨ usselung speziﬁzieren. Daher wird
zur Beschreibung der auszuf¨ uhrenden Aktionen eine deklarative Sprache ben¨ otigt.
Dabei muss einerseits die Komponente, die die Ver- oder Entschl¨ usselung durchf¨ uhrt, ein
Wissen ¨ uber deren Semantik haben und Strategien kennen, die zum gew¨ unschten Ergebnis
f¨ uhren. Andererseits sollte sie in der Lage sein, unerw¨ unschte Ergebnisse so weit wie
m¨ oglich zu erkennen und entweder zu beheben oder zu vermeiden.
5.3.1.1 Einhaltung von Sicherheits-Richtlinien
Wie auch bereits in Abschnitt 4.1.2 f¨ ur die hierarchische Verschl¨ usselung beschrieben, ist
dazu die Ber¨ ucksichtigung von Sicherheits-Richtlinien (engl. security policies) erforder-
lich. In ihnen muss alles festgelegt sein, was bei der Verschl¨ usselung zu ber¨ ucksichtigen
ist und ausserhalb der durch die verwendete Verschl¨ usselungs-Speziﬁkation vorgegebenen
Verarbeitungsvorschriften liegt. Beispiele daf¨ ur sind Vorrangregeln bei der Anwendung
mehrerer Schl¨ ussel oder das Einbringen zus¨ atzlich ben¨ otigter Schl¨ ussel.
Diese Richtlinien sollten in einer algorithmisch entscheidbaren Form vorliegen, denn nur
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Dokument verschl¨ usselt werden m¨ ussen, ohne dass entweder Daten f¨ ur erw¨ unschte Em-
pf¨ anger nicht mehr einsehbar sind oder Daten unerw¨ unschten Empf¨ angern zug¨ anglich
gemacht werden.
Dabei existieren zwei Arten von Sicherheits-Richtlinien:
• Implizite Regeln
• Explizite Regeln
Eine implizite Regel liegt vor, wenn die Regel anhand von Daten entschieden werden
kann, die aus dem Kontext gegeben sind. Zum Beispiel k¨ onnte eine Richtlinie festlegen,
dass die Berechtigungen direkt aus dem eindeutigen Namen (engl. distinguished name oder
kurz DN) des Besitzers eines Zertiﬁkats (s. Abschnitt 2.1.4) abgeleitet werden kann: Somit
k¨ onnte direkt anhand der im Kontext vorhandenen Daten entschieden werden, dass der Be-
nutzer mit dem Zertiﬁkat ”CN=Max Musterli, OU=MANAGEMENT, O=Corp, C=DE“
die Rechte eines Managers hat und dagegen ”CN=Liese Schuster, OU=PERSONAL,
O=Corp, C=DE“ die Rechte eines Mitarbeiters der Personalabteilung. Andere Beispiele
f¨ ur implizite Regeln sind, wenn festgelegt wird, dass Dokumente eines bestimmten Typs
mit einem speziellen Schl¨ ussel verschl¨ usselt werden m¨ ussen oder Regeln direkt anhand der
Struktur eines XML-Dokuments entschieden werden k¨ onnen.
Explizite Regeln sind solche, bei denen zus¨ atzliche Daten zur Verf¨ ugung gestellt werden
m¨ ussen, die die Anwendung der Regel steuern. Ein Beispiel daf¨ ur ist die Verwendung von
Meta-Daten, die den Zweck haben, das verschl¨ usselte Ergebnis ¨ uber eine spezielle Kom-
ponente zu beeinﬂussen. So k¨ onnten bei Einsatz des DPFs Annotationsregeln erstellt wer-
den, die zum Beispiel bestimmte Knoten von einer Verschl¨ usselung explizit ausschliessen
oder bewirken, dass in manchen Knoten nur speziell gekennzeichnete Annotationsregeln
ber¨ ucksichtigt werden.
Allerdings kann man schon an obigen Beispielen sehen, dass es f¨ ur eine solche Komponente
keine generische L¨ osung geben kann, die f¨ ur alle Anwendungsf¨ alle ausreicht.
Daher wird in die Architektur eines Verschl¨ usselungs-Prozessor eine Unter-Komponente
aufgenommen, die jeweils die Einhaltung der Sicherheits-Richtlinien garantieren
muss. Sie kann je nach Bedarf auf Basis impliziter und/oder expliziter Regeln arbeiten
und muss die Einhaltung der ¨ uber die Regeln deﬁnierten Sicherheitsrichtlinien garantieren.
Daher wird diese Komponente direkt als erste aufgerufen, wenn ein XML-Dokument zu
verschl¨ usseln ist.
Bei der Entschl¨ usselung kann es selbstverst¨ andlich auch sinnvoll sein, solche Regeln anzu-
wenden. Zum Beispiel k¨ onnte vor der Entschl¨ usselung explizit getestet werden, dass die
Daten von einem deﬁnierten Absender stammen, ein gefordertes Verschl¨ usselungs-Schema
einhalten oder mit einer bestimmten Mindestschl¨ usselst¨ arke gesch¨ utzt wurden. Nach der
Entschl¨ usselung k¨ onnte getestet werden, ob bestimmte sensitive Daten verbotenerweise
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te f¨ ur die Entschl¨ usselung verzichtet. Denn diese k¨ onnen im DPF genauso gut in Form
von weiteren Transformations-Prozessoren erstellt werden, die dann vor und/oder nach
dem Entschl¨ usselungs-Prozessor die Einhaltung der Sicherheits-Richtlinien gew¨ ahrleisten
k¨ onnen. F¨ ur den Verschl¨ usselungs-Prozessor kommt dieser Weg nicht in Frage, weil hier di-
rekt vor der Verschl¨ usselung auf den Annotationsregeln, die die Verschl¨ usselung deﬁnieren,
zugegriﬀen werden muss. Und dies geht im DPF nur innerhalb eines Transformations-
Prozessors. Nat¨ urlich kann dem Verschl¨ usselungs-Prozessor auch zus¨ atzlich ein direkt
danach laufender weiterer Prozessor zur Seite gestellt werden, der gewissermassen eine
Qualit¨ atskontrolle der von ihm verschl¨ usselten Daten vornimmt. Aber diese Ans¨ atze lie-
gen ausserhalb des Fokus dieser Arbeit und werden daher nicht weiter verfolgt.
5.3.1.2 Optimierung der Regeln
Ist die Einhaltung der Sicherheits-Richtlinien gew¨ ahrleistet, so bietet es sich an, vor der
Verschl¨ usselung eine weitere Unter-Komponente ¨ uber die Annotationen iterieren zu las-
sen, die eine Optimierung vornimmt, indem sie unn¨ otige Regeln entfernt. Sie hat also
Kenntnis ¨ uber die Wirkung der Regeln und kann daher entscheiden, welche davon unn¨ otig
sind.
Dies ist vor allem bei einer deklarativen Beschreibung der Regeln wichtig, weil der Be-
nutzer eben nicht ber¨ ucksichtigen soll, welche Seiteneﬀekte die von ihm gegebenen Regeln
haben. Zum Beispiel macht es im Allgemeinen keinen Sinn, wenn alle Knoten eines Baums
immer mit dem gleichen Schl¨ ussel verschl¨ usselt werden. Denn um auf irgendeinen Knoten
zugreifen zu k¨ onnen, muss vorher in jedem Fall die Wurzel des Baums entschl¨ usselt wer-
den, weshalb es ausreichend ist, diese zu verschl¨ usseln. Dies wollte der Benutzer damit
wahrscheinlich auch erreichen. Das dom¨ anenspeziﬁsche Wissen darum, dass dies auch ein-
facher zu erreichen ist, soll er nicht haben m¨ ussen. Das letzte Beispiel zeigt auch deutlich,
dass in der Optimierung ein grosses Einsparpotential stecken kann, denn alle weiteren
Verschl¨ usselungen ausser der des Wurzel-Elements sind ¨ uberﬂ¨ ussig. Dies ist insbesondere
im Zusammenhang mit kryptograﬁschen Verfahren interessant, weil sie h¨ auﬁg sehr re-
chenintensiv sind. Dadurch lohnt sich eine vorher durchgef¨ uhrte Optimierung fast immer,
weil die dabei verbrauchte Rechenzeit meistens wesentlich kleiner sein d¨ urfte als die einer
unn¨ otigen kryptograﬁschen Operation.
Es d¨ urfte nach den obigen Ausf¨ uhrungen klar sein, dass die Optimierung nur f¨ ur den
Verschl¨ usselungs-Prozessor von Interesse ist. Daher kann bei der Entschl¨ usselung darauf
verzichtet werden.
5.3.1.3 Einbindung in das DPF
Die Komponenten zur Ver- und Entschl¨ usselung werden in Form von Transformations-
Prozessoren modelliert, die in das DPF eingebunden werden. Die Komponenten bestehen
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Die Verarbeitung wird durch die Verwendung von DPS- und DAS-Dokumenten gesteuert,
in denen Regeln und Parameter in einer f¨ ur den jeweiligen Transformations-Prozessor
speziﬁschen Sprache enthalten sind.
Dadurch steht zun¨ achst ein Mechanismus zur Verf¨ ugung, mittels dem die deklarative De-
ﬁnition von Regeln einfach m¨ oglich ist. Dazu muss jeder Prozessor die Syntax (Gramma-
tik) und Semantik der von ihm erwarteten Regeln deﬁnieren. Dies ist ein Leichtes, weil
zum einen eine deklarative Methode zur Selektion der Daten in Form der Annotations-
regeln in DAS-Dokumenten schon vorhanden ist. Damit kann der Benutzer das ”was“
mit einem konsistenten Verfahren deﬁnieren, das auch f¨ ur andere Prozessoren verwendet
wird. Zum anderen kann zur Beschreibung der restlichen Teile einer Regel die starke
Ausdrucksf¨ ahigkeit von XML eingesetzt werden.
Zudem k¨ onnen auf diese Art und Weise Prozessoren beliebig kombiniert und dadurch
auch mehrfach aufgerufen werden. So ist es m¨ oglich, einen Verschl¨ usselungs-Prozessor
mehrfach hintereinander mit unterschiedlichen DAS-Dokumenten aufzurufen und so eine
Super-Verschl¨ usselung (s. Abschnitt 4.2.5) zu erzielen. Ebenso einfach kann ein Dokument
oder ein Teil davon umkodiert werden, indem zun¨ achst ein Entschl¨ usselungs-Prozessor
aufgerufen wird, der die relevanten Teile entschl¨ usselt und direkt im Anschluss ein Ver-
schl¨ usselungs-Prozessor, der diese oder auch andere Teile wieder chiﬀriert. Dabei verl¨ asst
der dazwischen entstehende Klartext das System nicht, so dass eine hohe Vertraulichkeit
gewahrt werden kann.
Weiterhin besteht durch die Verwendung mehrerer DAS-Dokumente, deren Regeln vom
DAP vor der Verschl¨ usselung zusammengef¨ uhrt werden, die M¨ oglichkeit, die Erstellung der
Regeln direkt von den jeweils Verantwortlichen in getrennten DAS-Dokumenten pﬂegen zu
lassen. Hier wird auch nochmal deutlich, wie wichtig die Komponente zur Durchsetzung
der Sicherheits-Richtlinien ist. Denn in einem solchen verteilten System kann ein einzelner
Benutzer kaum noch den ¨ Uberblick dar¨ uber bewahren, ob seine Regeln am Ende noch das
erwartete Ergebnis liefern.
Zum Schluss sei darauf hingewiesen, dass die oben vorgestellte Architektur vollst¨ andig un-
abh¨ angig von dem eingesetzten Verschl¨ usselungs-Speziﬁkation ist. Es ist dadurch m¨ oglich,
mehrere solcher Prozessoren zu erstellen, die jeweils unterschiedliche Speziﬁkationen be-
nutzen, um XML-Daten zu ver- oder entschl¨ usseln. Damit ist auch Anforderung 18 erf¨ ullt.
Prinzipiell k¨ onnen sogar mehrere Speziﬁkationen innerhalb eines Prozessors zusammenge-
fasst werden, der dann verschiedene Teile eines Dokuments nach der jeweils notwendigen
Speziﬁkation verarbeitet, wie es in Abschnitt 4.2.8 angedeutet wird.
5.3.2 Encryption-Processor (DTP-Encrypt)
Die Komponente zur Verschl¨ usselung wird in Form eines Transformations-Prozessors des
DPFs aufgerufen. Die dort gegebene Speziﬁkation (s. Abschnitt 5.2.6) ist die Basis f¨ ur die
hier vorgestellte Auspr¨ agung eines Prozessors. Dieser Encryption-Processor (DTP-
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Annotationen und der Aufrufparameter, die im DPS angegeben werden.
Alle ben¨ otigten Regeln und Parameter k¨ onnen entweder als Annotationen oder Aufrufpa-
rameter angegeben werden. Die Speziﬁkation dieser Eingabeparameter erfolgt im Rahmen
einer konkreten Implementierung eines solchen Prozessors und richtet sich nach seinen
Bed¨ urfnissen aus, bzw. denen der im Folgenden beschriebenen Unter-Komponenten. Der
f¨ ur die Annotationen gew¨ ahlte XML-Namensraum sollte aber f¨ ur alle Unter-Komponenten
der gleiche sein, weil sie ein integraler Bestandteil des selben Prozessors sind.
Nach dem Aufruf des Prozessors durch den DPC kann dieser zun¨ achst eine geeignete
Initialisierung seiner Umgebung durchf¨ uhren, wozu er auch beliebige Eingabeparameter
heranziehen kann.
Dann werden der Reihe nach folgende Unter-Komponenten aufgerufen:
1. Policy Enforcer:
Einhaltung von Sicherheits-Richtlinien (engl. Policy Enforcement)
2. Optimierer:
Optimierung der Verschl¨ usselungs-Regeln (engl. Rules Optimization)
3. Verschl¨ usseler:
Verschl¨ usselung (engl. Encryption)
Die ersten beiden beschr¨ anken sich auf die Manipulation der Annotationen. Nur der
Verschl¨ usseler transformiert (falls notwendig) den DOM-Baum.
propagiert die Ausgabe jeder Unter-Komponente als die Eingabe f¨ ur die jeweils nachfol-
gende Unter-Komponente. Dabei
Der Encryption-Processor ¨ ubergibt den annotierten DOM-Baum zuerst an den Policy
Enforcer. Jede Unter-Komponente bekommt dann als Eingabe den annotierten DOM-
Baum der vorherigen Unter-Komponente. Die ¨ Ubergabe der vom DPC mitgegebenen
Aufrufparameter an die jeweils richtige Unter-Komponente ist vom Prozessor zu regeln.
Wurden alle Unter-Komponenten erfolgreich aufgerufen, wird die Ausgabe des Verschl¨ us-
selers an den DPC zur¨ uckzugeben: Dies ist der transformierte annotierte DOM-Baum.
Tritt ein Fehler in einer der Unter-Komponenten auf, so wird die Verarbeitung abgebrochen
und ein Fehler an den DPC zur¨ uckgemeldet. Der annotierte DOM-Baum hat dann ein
nicht deﬁniertes Ergebnis und darf nicht weiter verwendet werden.
Eine Darstellung dieses Ablaufs ﬁndet sich in Abbildung 5.8. Im Folgenden werden die
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5.3.2.1 Einhaltung von Sicherheits-Richtlinien
Der Policy-Enforcer ist die Unter-Komponente, die die Semantik der Schl¨ ussel kennt und
die Einhaltung der Sicherheits-Richtlinien garantiert. Sie enth¨ alt also das dom¨ anenspeziﬁ-
sche Wissen ¨ uber die Sicherheits-Anforderungen und welche Richtlinien dabei einzuhalten
sind.
Er kann die von ihm ben¨ otigten Regeln in Form von Annotationen und/oder Aufruf-
Parametern zur Verf¨ ugung gestellt bekommen (explizite Regeln). Eine andere M¨ oglichkeit
ist die, Regeln anhand des Kontextes auszuf¨ uhren (implizite Regeln).
Im Folgenden wird ein Beispiel f¨ ur eine explizite Regel gegeben: Es k¨ onnen Verschl¨ ussel-
ungs-Regeln, die als Annotationen vorliegen, mit einem speziellen Attribut gekennzeichnet
werden (z.B. policy="protected"). Wird eine solches Attribut gefunden, so wird garan-
tiert, dass keine andere Verschl¨ usselungs-Regel zu diesem Knoten bei der Verschl¨ usselung
ber¨ ucksichtigt wird. Dies wird dadurch gew¨ ahrleistet, dass alle anderen Verschl¨ usselungs-
Regeln gel¨ oscht werden. Finden sich mehrere mit diesem Attribut gesch¨ utzte Verschl¨ us-
selungs-Regeln f¨ ur verschiedene Empf¨ anger, so wird die Verschl¨ usselung mit einem Fehler
beendet.
Da diese Unter-Komponente in h¨ ochstem Masse applikationsabh¨ angig ist, kann f¨ ur die
Arbeitsweise keine genaue Speziﬁkation vorgegeben werden.
Allerdings soll eine Anwendungsm¨ oglichkeit f¨ ur den Policy Enforcer noch ausf¨ uhrlicher
vorgestellt werden, weil in ihr ein grosses Potential zu sehen ist. Denn mit der Ver-
schl¨ usselung von Daten geht vor allem in Firmen und Institutionen immer das Problem
einher, dass berechtigten Subjekten ein Zugriﬀ auf den Inhalt der verschl¨ usselten Daten
garantiert werden soll.
Dazu werden h¨ auﬁg Methoden eingesetzt, die der Sicherheit der verschl¨ usselten Daten
letztlich abtr¨ aglich sind. Zum Beispiel werden Schl¨ ussel verteilt, bei denen damit ver-
schl¨ usselte Daten jederzeit mittels eines speziellen Schl¨ ussels zugreifbar sind. Eine weitere
M¨ oglichkeit ist, an zentraler Stelle eine Kopie des erteilten Schl¨ ussels aufzuheben, die
wiederum durch einen speziellen Schl¨ ussel gesch¨ utzt ist, bis sie ben¨ otigt wird.
Etliche Nachteile dieser Systeme entstehen dadurch, dass letztlich die verteilten Schl¨ ussel
geschw¨ acht werden und dass es einen oder wenige spezielle Schl¨ ussel gibt, ¨ uber die ein
Zugriﬀ auf viele mit anderen Schl¨ usseln verschl¨ usselte Daten m¨ oglich ist. Dadurch werden
sie zu einem sehr interessanten Angriﬀsziel und der Schaden bei Kompromittierung eines
solchen Schl¨ ussels ist sehr gross. All diese Risiken werden sehr gut in [70] dargestellt.
Dadurch stehen ¨ Uberlegungen zur Sicherheit dem (zumindest in etlichen F¨ allen) berechtig-
ten Interesse gegen¨ uber, sich die Rechte zum Zugriﬀ auf die verschl¨ usselten Informationen
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Mit dem Policy Enforcer kann ein Weg beschritten werden, der einen Grossteil der in
[70] beschriebenen Risiken nicht aufweist. Die Grundidee dabei ist, schon bei der Ver-
schl¨ usselung die Inhalte nach dem Vier-Augen-Prinzip mit mindestens einem weiteren
Schl¨ ussel zu verschl¨ usseln. Mit diesem kann dann auch auf die Daten zugegriﬀen wer-
den. Nun sollte daf¨ ur aber kein spezieller Schl¨ ussel verwendet werden, weil sonst wieder
die Risiken des Verlusts dieses Schl¨ ussels zu gross werden. Stattdessen sucht das System
bei Bedarf anhand von Regeln einen Vertreter aus, der die gleichen Berechtigungen hat.
Dessen ¨ ublicher ¨ oﬀentlicher Schl¨ ussel wird dann verwendet. Bei Bedarf heisst dabei, dass
dies nicht immer getan wird, sondern nur, wenn eine entsprechende Sicherheits-Regel dies
vorschreibt. Zudem ist die Anwendung dieser weiteren Schl¨ ussel transparent f¨ ur alle Be-
nutzer, da die verschl¨ usselten Daten einen entsprechenden Eintrag aufweisen. Es wird so
vermieden, dass Benutzer das Vertrauen in die Sicherheit des Systems verlieren, weil sie
nicht sehen, f¨ ur wen eine M¨ oglichkeit zum Zugriﬀ auf die Daten besteht.
Allerdings sei betont, dass es mit dem Policy Enforcer nat¨ urlich genausogut m¨ oglich ist,
die bisher ¨ ublichen und oben zuerst beschriebenen Verfahren einzusetzen. Mit Hinblick
auf die in [70] dargelegten Risiken kann davor aber nur gewarnt werden.
Nachdem die Durchsetzung der Sicherheits-Richtlinien garantiert ist, wird der annotierte
DOM-Baum dem Optimierer ¨ ubergeben.
5.3.2.2 Optimierung der Verschl¨ usselungs-Regeln
Der Optimierer ist die Unter-Komponente zur Optimierung der Verschl¨ usselungs-Regeln.
Er hat die Aufgabe, alle unn¨ otigen Regeln zu entfernen, damit sp¨ ater keine unn¨ otigen
Verschl¨ usselungsoperationen durchgef¨ uhrt werden m¨ ussen.
Die Verschl¨ usselungs-Regeln k¨ onnen in Form von Annotationen und/oder von Aufruf-
Parametern vorliegen. Im Folgenden wird die Optimierung von Regeln deﬁniert, die als
Annotationen an den Knoten eines DOM-Baums vorliegen. Hier sind zwei F¨ alle zu unter-
scheiden.
1. In einem Knoten des DOM-Baums liegen redundante Annotationen vor (also inner-
halb eines Element-, Attribut- oder Text-Knoten).
2. In Kindern eines Elements enthalten die Knoten des DOM-Baums unn¨ otige Anno-
tationen.
Im ersten Fall k¨ onnen die Annotationen bis auf eine reduziert werden. Zum Beispiel wurde
ein Empf¨ anger durch verschiedene Selektionsregeln mehrfach an einen Knoten annotiert.
Den Knoten mehrfach f¨ ur den gleichen Empf¨ anger zu verschl¨ usseln, ist unn¨ otig.
Der zweite Fall ist komplizierter, weil sich zun¨ achst die Frage stellt, welche Annotationen
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Geht man davon aus, dass ein Element f¨ ur eine Menge von Empf¨ angern verschl¨ usselt wird,
so kann auf darin enthaltene verschl¨ usselte Daten nur zugegriﬀen werden, wenn minde-
stens ein Schl¨ ussel f¨ ur dieses Element vorhanden ist. Daraus kann man schliessen, dass alle
Kinder, die f¨ ur die gleiche Menge von Empf¨ angern oder eine Obermenge dieser Empf¨ anger
verschl¨ usselt werden sollen, sowieso bereits durch die Verschl¨ usselung des Elements aus-
reichend gesch¨ utzt sind. Eine vorherige Verschl¨ usselung mit den gleichen oder mit mehr
Schl¨ usseln ist unn¨ otig. Eine ¨ ahnliche Argumentation triﬀt auf Empf¨ anger zu, die nicht
in der Schnittmenge liegen. Denn diese k¨ onnen nie auf die f¨ ur sie verschl¨ usselten Knoten
direkt zugreifen.
Das triﬀt nat¨ urlich nicht f¨ ur Kinder zu, die nicht f¨ ur eine Obermenge oder die gleiche
Menge der Empf¨ anger des Elements verschl¨ usselt werden sollen! Ebenso darf man nicht
die Empf¨ anger l¨ oschen, wenn die Mengen disjunkt sind, denn dann darf der Empf¨ anger
des Elements diese Kinder explizit nicht einsehen.
Die Optimierung im ersten Fall kann lokal in jedem Knoten entschieden werden (s. Abbil-
dung 5.9 Teil 1).
Abbildung 5.9: Darstellung der Optimierung von Verschl¨ usselungs-Regeln
F¨ ur den zweiten Fall muss dagegen der ganze DOM-Baum systematisch traversiert werden.
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DOM-Baums, der laut seinen Annotationen verschl¨ usselt werden soll, entschieden werden
muss, f¨ ur welche Kinder unn¨ otige Annotationen vorliegen. Dazu untersucht man alle
Kind-Knoten in Richtung der Bl¨ atter. Findet man einen Knoten, der auch verschl¨ usselt
werden soll, muss man die Menge der Empf¨ anger dieses Kind-Knotens mit der Menge der
Empf¨ anger des Elements vergleichen. Ist diese identisch oder eine Obermenge, so entfernt
man diese ¨ uberﬂ¨ ussigen Annotationen des Kind-Knotens und f¨ ahrt mit der Untersuchung
aller restlichen Kind-Knoten fort (s. Abbildung 5.9 Teil 2). Ist die Menge der Empf¨ anger
eine echte Teilmenge, so kann daraus keine Annotation entfernt werden und man kann
fortfahren. Ist die Schnittmenge der Empf¨ anger beider Knoten nicht leer, so entfernt man
alle Annotationen aus dem Kind-Element, die nicht in der Schnittmenge liegen und f¨ ahrt
fort. Ist dagegen die Schnittmenge leer (d.h. beide Mengen sind disjunkt), dann d¨ urfen die
Annotation am Kind-Knoten nicht entfernt werden. Handelt es sich bei dem Kind-Knoten
mit der eingeschr¨ ankten Empf¨ angermenge um ein Element, so muss das hier beschriebene
Verfahren rekursiv auf diesen Kind-Knoten angewendet werden. Handelt es sich dagegen
um ein Attribut- oder einen Text-Knoten, so werden die weiteren Kinder-Knoten wie
zuvor traversiert. Alle letztgenannten F¨ alle sind in Abbildung 5.9 Teil 3 dargestellt. Das
Verfahren terminiert jeweils, wenn alle Knoten des DOM-Baums traversiert wurden und
alle Rekursionsschritte, die bei Kindern mit eingeschr¨ ankter Empf¨ angermenge begonnen
wurden, abgeschlossen sind.
Wird diese zweite Optimierung auf zu verschl¨ usselnde Dokumente angewendet, die in
einem Prozessablauf (s. 3.1.3)verwendet werden, so kann dies in manchen F¨ allen zu Pro-
blemen f¨ uhren. Denn dann kann die Verschl¨ usselung von Kind-Knoten mit der gleichen
Empf¨ angermenge, einer Obermenge oder einer Teilmenge davon explizit gewollt sein. Ein
Beispiel daf¨ ur ist, wenn ein Empf¨ anger das erste Element entschl¨ usseln und dann dessen
Inhalt signiert weiterleiten muss, wobei die Empf¨ anger des signierten Inhalts verschl¨ usselte
Daten f¨ ur eine Obermenge der Empf¨ anger des ersten Elements enthalten.
Da der Einsatz der Verschl¨ usselung in einem solchen komplexen Prozessablauf aber eine
eher un¨ ubliche Anwendung darstellen d¨ urfte, sollte auf die zweite Optimierung nicht ge-
nerell verzichtet werden. Als L¨ osung bietet es sich daher an, den Optimierer mittels eines
Arguments aus dem DPS zu steuern, so dass der Anwender sich aussuchen kann, ob er die
Optimierung von Kind-Knoten durchf¨ uhren lassen will oder nicht.
Da der Policy Enforcer Annotationen ¨ andern kann, muss der Optimierer in jedem Fall
danach ausgef¨ uhrt werden, weil dadurch neue F¨ alle von unn¨ otigen Annotationen vorliegen
k¨ onnen.
In Einzelf¨ allen ist es m¨ oglich, den Annotations-Optimierer zus¨ atzlich einmal vor Aufruf
der Unter-Komponente zur Einhaltung der Sicherheits-Richtlinien auszuf¨ uhren. Dies kann
sich lohnen, wenn die ¨ Uberpr¨ ufung der Sicherheitsregeln sehr aufw¨ andig ist. Denn so
kann eventuell deren Verarbeitungszeit gesenkt werden. Dabei muss aber ber¨ ucksichtigt
werden, dass das zu ungewollten Seiteneﬀekten f¨ uhren kann, zum Beispiel wenn Regeln
als Attribute an den Verschl¨ usselungs-Regeln angebracht sind und diese vom Optimierer
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Nachdem der Optimierer nun alle unn¨ otigen Regeln entfernt hat, wird der annotierte
DOM-Baum zur Verschl¨ usselung an die n¨ achste Unter-Komponente weitergereicht.
5.3.2.3 Verschl¨ usselung
Der Verschl¨ ussseler ist die Unter-Komponente, die die Verschl¨ usselung durchgef¨ uhrt. Die
¨ Ubergabe der Verschl¨ usselungs-Regeln kann ¨ uber Annotationen und/oder die Aufrufpara-
meter erfolgen.
Ein Verschl¨ usseler arbeitet nach einer Speziﬁkation zur Verschl¨ usselung von XML-Daten.
Dazu kann zum Beispiel die in Abschnitt 4.2 vorgestellte Speziﬁkation herangezogen wer-
den. Die Einhaltung der gew¨ ahlten Speziﬁkation und ihrer Vorschriften ist Aufgabe des
Verschl¨ usselers, bzw. der darin verwendeten Bibliotheken. Er muss daf¨ ur Sorge tragen,
dass auf Basis der vorhandenen Verschl¨ usselungs-Regeln ein ad¨ aquates Resultat erzielt
wird. Insbesondere muss das Ergebnis wieder dechiﬀrierbar sein.
Zur Verschl¨ usselung von Daten wird der Zugriﬀ auf ¨ oﬀentliche und/oder geteilte Schl¨ ussel
der Empf¨ anger ben¨ otigt. Diese liegen f¨ ur gew¨ ohnlich in einem Schl¨ usselspeicher. Wie
auf den Schl¨ usselspeicher zugegriﬀen werden kann, kann in Form eines Aufruf-Parameters
¨ ubergeben werden.
Der Zugriﬀ auf diesen Schl¨ usselspeichers und dessen Pﬂege ist nicht Teil dieser Architektur.
Es sei aber ausdr¨ ucklich darauf hingewiesen, dass dies eine wichtige Komponente in einem
Gesamtsystem zur Sicherung von Daten ist. Zum einen kann der Schl¨ usselspeicher geheime
Schl¨ ussel beinhalten, deren Zugriﬀ reglementiert werden muss. Weiterhin muss eine Pﬂege
dieser Schl¨ ussel gew¨ ahrleistet werden. Dies kann durch eine eigenst¨ andige Komponente
erfolgen. Zum Beispiel sollte diese regelm¨ assig ¨ uberpr¨ ufen, dass die verwendeten Schl¨ ussel
nicht zur¨ uckgezogen worden sind. Zudem kann sie das Holen von ben¨ otigten Schl¨ usseln
¨ ubernehmen. Diese externe Komponente zur Schl¨ usselpﬂege (engl. key maintenance) und
der Schl¨ usselspeicher ist in Abbildung 5.8 mit dargestellt. Da eine Implementierung dieser
Architektur in Java erfolgt, wird die Komponente zum Zugriﬀ auf den Schl¨ usselspeicher
in der Abbildung mit ”JCA/JCE“ bezeichnet (s. Abschnitt 6.1.3).
5.3.3 Decryption-Processor (DTP-Decrypt)
Zur Entschl¨ usselung wird ebenfalls eine Komponente in Form eines Transformations-
Prozessors des DPFs aufgerufen. Daher muss diese der Speziﬁkation f¨ ur solche Prozes-
soren gen¨ ugen (s. Abschnitt 5.2.6). Dieser Decryption-Processor (DTP-Decrypt)
entschl¨ usselt die Inhalte von Knoten eines annotierten DOM-Baums anhand der gegebe-
nen Annotationen und der Aufrufparameter, die im DPS angegeben werden. Die ent-
schl¨ usselten Inhalte k¨ onnen dann in den DOM-Baum eingef¨ ugt werden.
Alle ben¨ otigten Regeln und Parameter k¨ onnen entweder als Annotationen oder Aufrufpa-
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einer konkreten Implementierung eines solchen Prozessors und richtet sich nach seinen
Bed¨ urfnissen aus.
Nach dem Aufruf des Prozessors durch den DPC kann dieser zun¨ achst eine geeignete
Initialisierung seiner Umgebung durchf¨ uhren, wozu er auch beliebige Eingabeparameter
heranziehen kann.
Dann wird die Entschl¨ usselung durchgef¨ uhrt. Sie muss dabei auf eine Speziﬁkation zur
Entschl¨ usselung von XML-Daten zur¨ uckgreifen. Dazu kann zum Beispiel die in Ab-
schnitt 4.2 vorgestellte Speziﬁkation herangezogen werden. Die Einhaltung der gew¨ ahlten
Speziﬁkation und ihrer Vorschriften muss dabei garantiert werden. Insbesondere d¨ urfen
nur solche Inhalte entschl¨ usselt werden, die eindeutig auf Basis der gew¨ ahlten Speziﬁkation
verschl¨ usselt worden sind.
Es besteht dabei optional die M¨ oglichkeit, die Entschl¨ usselung ¨ uber Annotationen und/oder
die Aufrufparameter zu steuern. Zum Beispiel k¨ onnte vom Benutzer explizit vorgege-
ben werden, dass nur bestimmte Knoten zu entschl¨ usseln sind oder dass einzelne Knoten
von der Entschl¨ usselung auszunehmen sind. Werden von der gew¨ ahlten Verschl¨ usselungs-
Speziﬁkation mehrfach verschl¨ usselte Daten unterst¨ utzt, so bietet es sich an, die rekursive
Entschl¨ usselung solcher Daten ¨ uber einen Aufruf-Parameter zu steuern.
Zur Entschl¨ usselung von Daten wird der Zugriﬀ auf private und/oder geteilte Schl¨ ussel
der Empf¨ anger ben¨ otigt. Diese liegen f¨ ur gew¨ ohnlich in einem Schl¨ usselspeicher. Wie auf
diesen zugegriﬀen werden kann, kann in Form eines Aufruf-Parameters ¨ ubergeben werden.
Der Zugriﬀ auf einen solchen Schl¨ usselspeicher ist nicht Teil dieser Architektur. Allerdings
stellt er einen besonders sensitiven Teil eines sicheren Gesamtsystems dar, weil er geheime
Schl¨ ussel beinhaltet. Daher muss eine Kompromittierung dieses Speichers ausgeschlossen
werden k¨ onnen und der Zugriﬀ darauf reglementiert werden. In Abbildung 5.10 ist der
Schl¨ usselspeicher als externe Komponente angedeutet. Der Zugriﬀ darauf erfolgt ¨ uber eine
deﬁnierte Schnittstelle. Da die prototypische Implementierung in der Programmiersprache
Java erfolgt, ist diese mit der Beschriftung ”JCA/JCE“ (s. Abschnitt 6.1.3) versehen.
Ist die Entschl¨ usselung aller relevanten Knoten ohne Fehler beendet, wird die als Ausgabe
der annotierte DOM-Baum an den DPC zur¨ uckzugeben. Tritt ein Fehler w¨ ahrend der
Verarbeitung auf, wird abgebrochen und ein Fehler an den DPC zur¨ uckgemeldet. Der
annotierte DOM-Baum hat dann ein nicht deﬁniertes Ergebnis und darf nicht weiter ver-
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Im ersten Teil dieses Kapitels ist eine Architektur erstellt worden, die aus generischen
Komponenten zur Verarbeitung von XML-Daten besteht. Ein Annotations-Prozessor er-
zeugt anhand einer deklarativen Sprache Zuordnungen von Meta-Daten zu XML-Daten.
Diese werden von Transformations-Prozessoren interpretiert.
Im zweiten Teil des Kapitels wird eine konkrete Architektur f¨ ur die Verschl¨ usselung und
Entschl¨ usselung von XML-Daten entwickelt. Dabei erfolgt die Integration in die generische
Architektur durch verschl¨ usselungsspeziﬁsche Transformations-Prozessoren.
Im Folgenden wird eine prototypische Implementierung dieser Architektur vorgestellt.126 KAPITEL 5. ARCHITEKTUR ZUR VERSCHL¨ USSELUNG VON XML-DATENKapitel 6
Prototypische Implementierung
Zun¨ achst wird eine ¨ Ubersicht ¨ uber die verwendeten Werkzeuge und Bibliotheken gegeben.
Dann werden die einzelnen Komponenten des implementierten Prototyps vorgestellt, sowie
deren Zusammenwirken und ihre Abh¨ angigkeiten voneinander beschrieben.
Anschliessend werden ein paar Experimente beschrieben, die mit dem Prototypen durch-
gef¨ uhrt wurden, um die Leistungsf¨ ahigkeit, aber auch die Grenzen, der entwickelten Ar-
chitektur aufzuzeigen.
Zum Abschluss erfolgt eine Bewertung der in dieser Arbeit verwendeten XML-Technolo-
gien.
6.1 Verwendete Werkzeuge und Bibliotheken
Nahezu alle verwendeten Werkzeuge und Bibliotheken sind frei erh¨ altlich. Die einzige
Ausnahme stellt der DOM-Serialisierer aus den GMD/IPSI XML-Utilities dar, zu dessen
Einsatz aber leider keine Alternative gefunden wurde (s. Abschnitt 6.2.2).
Ausserdem ist zum Erstellen von UML-Diagrammen auf Together Control Center1 zur¨ uck-
gegriﬀen worden, weil es ein sehr komfortables ”Malwerkzeug“ f¨ ur diesen Zweck ist. Al-
ternativ h¨ atten nat¨ urlich auch frei erh¨ altliche Werkzeuge wie ArgoUML2 benutzt werden
k¨ onnen, aber Together CC bietet mehr Komfort.
1Eine Testversion ist unter http://www.togethersoft.com/ erh¨ altlich.
2Erh¨ altlich unter http://argouml.tigris.org/
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6.1.1 Werkzeuge
Bei der Implementierung sind folgende Werkzeuge zum Einsatz gekommen:
• Ein ASCII-Texteditor zum Erstellen des Quellcodes und der Dokumentation.
• Java 2 Standard Edition v1.3 unter Windows 2000
Daraus insbesondere folgende Werkzeuge:
– javac – Java Compiler
– java – Java Ausf¨ uhrungsumgebung
– javadoc – zur Erstellung der Dokumentation [74]
– keytool – zur Erzeugung von Schl¨ usseln und Zertiﬁkaten [75]
• Together Control Center zur Erstellung von UML-Diagrammen
6.1.2 Bibliotheken
Folgende Bibliotheken und deren Sub-Bibliotheken sind bei der Implementierung verwen-
det worden:
• Standard-Bibliotheken von Java 2 SE v1.3:
– java.security.* – JCA-Implementierung
– java.util.* – Properties und verschiedene Collections
– java.io.* – Ein- und Ausgabe
• Xerces 1.4.0 – XML-Parser f¨ ur Java3 vom Apache XML Project4:
– javax.xml.* – Die bei Xerces mitgeliefert JAXP-Schnittstelle [76]
– org.xml.sax.* – Werden vom DOM-Parser ben¨ otigt und geh¨ oren zu JAXP
– org.w3c.dom.* – DOM2 Interfaces, ebenfalls Teil von JAXP
• Xalan 2.1.0 – XPath-Implementierung f¨ ur Java5 von der Apache Group:
– org.apache.xpath.* – XPath-Implementierung
– org.apache.xml.utils.* – Hilfsroutinen, die f¨ ur XPath ben¨ otigt werden
3Erh¨ altlich unter http://xml.apache.org/xerces-j/index.html
4Homepage unter http://xml.apache.org/
5Erh¨ altlich unter http://xml.apache.org/xalan-j/index.html6.1. VERWENDETE WERKZEUGE UND BIBLIOTHEKEN 129
• GMD/IPSI XML Utilities:
– de.gmd.ipsi.util.DOMWriter – zur Serialisierung von DOM-(Teil)B¨ aumen
(s. Abschnitt 6.2.2)
• Verschiedene JCE-Implementierungen und Security Provider:
OpenJCE 1.1 [77]
Cryptix JCE v20000905-snap [78]
Bouncycastle Crypto Package 1.0.5 [79]
Baltimore KeyTools Lite v5 for Java [80]
– javax.crypto.* – JCE-Implementierung
6.1.3 Kryptograﬁe mit Java
Die Verwendung kryptograﬁscher Verfahren mit Java ist bei weitem nicht so verbreitet
wie zum Beispiel die Verarbeitung von XML-Daten. Daher werden im Folgenden kurz
die wichtigsten Bibliotheken und Begriﬀe vorgestellt, die f¨ ur die Implementierung des
Prototypen relevant sind.
Die Firma Sun, die Java entwickelt hat, hat zu Java 2 eine Architektur f¨ ur kryptograﬁ-
sche Verfahren deﬁniert (engl. Java Cryptography Architecture, kurz JCA), die durch eine
Architektur zur Verschl¨ usselung erweitert werden kann (engl. Java Cryptography Extensi-
ons, kurz JCE). Letztere ist nicht Teil der aktuellen Java-Distributionen von Sun und muss
daher als optionales Paket nachtr¨ aglich installiert werden. Aktuell ist dabei die Version
1.2.1. Mit dem kommenden Java 2 v1.4 wird diese Version ein Teil der Basis-Distribution
sein. In diesen beiden Bibliotheken werden viele der unter Abschnitt 2.1 beschriebenen
Techniken und Verfahren zur Verf¨ ugung gestellt.
Die JCA selber umfasst unter anderem Interfaces und Implementierungen f¨ ur Signaturen,
Schl¨ usselverwaltung und einige kryptograﬁsche Basisfunktionen wie zum Beispiel die Be-
rechnung kryptograﬁscher Zufallszahlen oder asymmetrischer Schl¨ usselpaare [81]. Die JCA
wurde haupts¨ achlich eingef¨ uhrt, um Applikationen mit Signaturen sch¨ utzen zu k¨ onnen,
so dass zum Beispiel das Recht zum Dateizugriﬀ von dem Vorhandensein einer g¨ ultigen
anerkannten Signatur abh¨ angig gemacht werden kann.
Die Implementierungen der kryptograﬁschen Verfahren werden in Form sogenannter ”Se-
curity Provider“ zur Verf¨ ugung gestellt, die jederzeit durch solche von anderen Herstellern
ausgetauscht oder erg¨ anzt werden k¨ onnen. Dazu m¨ ussen diese in der Datei ”java.security“
als g¨ ultige Provider eingetragen werden. Dabei besteht auch die M¨ oglichkeit, eine Rei-
henfolge festzulegen, um ausgew¨ ahlte Provider bevorzugen zu k¨ onnen. Zus¨ atzlich k¨ onnen
Provider dynamisch zur Laufzeit einer Applikation hinzugef¨ ugt werden.
Die JCE erg¨ anzt die JCA unter anderem um Schnittstellen und Provider f¨ ur Verschl¨ us-
selungsverfahren und um einen st¨ arker gesch¨ utzten Schl¨ usselspeicher [82]. Die eﬀektive
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spezielle Dateien (sogenannte ”jurisdiction policy ﬁles“) anpassbar, so dass gesetzliche
Restriktionen ber¨ ucksichtigt werden k¨ onnen. Die Einhaltung dieser Richtlinien wird wie-
derum ¨ uber kryptograﬁsche Verfahren (Signaturen) garantiert. Daher ist die JCE auch
nicht im Quelltext erh¨ altlich, um eine Manipulation dieser Dateien zu erschweren. Die
Provider m¨ ussen zus¨ atzlich von Sun signiert sein, um mit ihrer JCE verwendet werden zu
k¨ onnen.
Durch diese Auftrennungen k¨ onnen Applikationen unabh¨ angig von den verf¨ ugbaren Pro-
vidern und den lokalen Bestimmungen implementiert werden. Dieser Weg wurde unter
anderem deshalb gew¨ ahlt, weil es bei kryptograﬁschen Technologien und insbesondere
bei Verschl¨ usselungsverfahren Beschr¨ ankungen f¨ ur den Export aus den USA gibt und bis
vor kurzem nur stark geschw¨ achte (und damit unsichere) Verfahren ausgef¨ uhrt werden
durften. Ausserdem gibt es L¨ ander, in denen der Einsatz von Verschl¨ usselungsverfahren
grunds¨ atzlich verboten (wie zum Beispiel in Frankreich) oder zumindest reglementiert ist.
Zus¨ atzlich gibt es einige Provider von Drittanbietern, die ausserhalb der USA entwickelt
wurden und immer die volle St¨ arke der kryptograﬁschen Verfahren zur Verf¨ ugung stel-
len (also auch keine jurisdiction policy ﬁles kennen). Da diese aber von Sun signiert
sein m¨ ussten, um mit deren JCE verwendet werden zu k¨ onnen, haben fast alle Provider-
Anbieter den Weg gew¨ ahlt, auch die JCE noch einmal selbst zu implementieren und zu-
sammen mit ihren Security-Providern auszuliefern.
Leider ist das RSA Verschl¨ usselungsverfahren nicht Teil der Provider der Sun JCE. Da
dieses Verfahren aber im Rahmen dieser Arbeit eingesetzt werden sollte, wurde auf JCEs
und Provider von anderen Anbietern ausgewichen.
Zun¨ achst sei die frei verf¨ ugbare ”Open JCE“ [77] genannt, die aber schon seit Februar
1999 nicht mehr weiter entwickelt wurde. Ein weiteres Projekt ist CryptixJCE [78], das
aber w¨ ahrend der Entwicklung des Prototypen nur als Vorab-Version verf¨ ugbar war. Sehr
aktiv scheint die Entwicklergemeinde des relativ neuen Bouncycastle Crypto Package [79]).
Von Baltimore Technologies stammt das kommerziell orientierte ”KeyTools Pro/Lite, Java
Edition“, das Provider f¨ ur JCA und JCE zur Verf¨ ugung stellt, wobei die Lite-Version bis
vor kurzem kostenlos erh¨ altlich war [80]. OpenJCE, BouncyCastle und CryptixJCE sind
im Quellcode erh¨ altlich, so dass sie leichter auf Implementierungsfehler oder Hintert¨ uren
untersucht werden k¨ onnen.
Eine Liste mit verf¨ ugbaren JCE-Implementierungen und Security Providern, die allerdings
keinen Anspruch auf Vollst¨ andigkeit erheben kann, ﬁndet sich unter http://java.sun.
com/products/jce/jce121_providers.html. Einf¨ uhrungen zum Umgang mit der JCE
ﬁnden sich in [82] und in [83].
Um unter Java Schl¨ ussel-Infrastrukturen benutzen zu k¨ onnen, werden zum einen in der
oben beschriebenen JCA Methoden zur Implementierung in entsprechenden Applikationen
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Weiterhin steht nach der Installation von Java das Werkzeug keytool bereit, um Schl¨ ussel
und Zertiﬁkate lokal generieren und verwalten zu k¨ onnen[75]. Diese werden dabei in einem
Schl¨ usselspeicher (engl. keystore) gesammelt abgelegt, der ¨ uber ein langes Passwort (engl.
passphrase) gesch¨ utzt werden kann. Mit diesem Werkzeug lassen sich die in Abschnitt 2.1.4
beschriebenen Zertiﬁkate generieren und pﬂegen.132 KAPITEL 6. PROTOTYPISCHE IMPLEMENTIERUNG
6.2 Implementierung des Prototypen
Der Prototyp beruht auf den in Kapitel 5 vorgestellten Architekturen und der Spezi-
ﬁkation zur Verschl¨ usselung von XML-Daten aus Kapitel 4. Das DPF ist funktional
vollst¨ andig implementiert worden. Bei der Speziﬁkation zur Ver- und Entschl¨ usselung
und den Transformations-Prozessoren, die diese verwenden, wurden dagegen nur die funk-
tional wesentlichen Teile implementiert.
Alle diese Komponenten liegen in Form jeweils eines Pakets vor, in denen die ben¨ otigten
Klassen zusammengefasst sind. Zus¨ atzlich sind einige Pakete erstellt worden, die wieder-
verwendbare Basis-Funktionen f¨ ur diese Komponenten zur Verf¨ ugung stellen.
Zur Visualisierung werden Paket- und Klassen-Diagramme der UML [51] benutzt. Bei
der Vorstellung der einzelnen Komponenten wird nur auf Besonderheiten bei der Imple-
mentierung und aufgetretene Probleme sowie deren L¨ osung eingegangen. Details ﬁnden
sich in der mit javadoc (s.u.) erstellten Dokumentation. Zudem werden – soweit vor-
handen – Einschr¨ ankungen des Prototypen im Vergleich zu den jeweiligen Speziﬁkationen
aus Kapitel 4 und 5 dargelegt. Die Vorstellung der Pakete erfolgt dabei nicht nach der
Paket-Hierarchie, sondern ”bottom up“, so dass Pakete, deren Funktionalit¨ at die Basis
von anderen Paketen bilden, zuerst erl¨ autert werden.
Bei allen Klassen wird darauf verzichtet, w¨ ahrend der Laufzeit auftretende Fehler mittels
der Erzeugung von Ausnahmenfehlern (engl. runtime exceptions) zu melden, wie es in
Java-Applikationen ¨ ublich ist. Stattdessen wird einfach eine entsprechende Fehlermeldung
ausgegeben und der gesamte Programmablauf abgebrochen. Dies ist nat¨ urlich ein nur bei
einem Prototypen zumutbares Verhalten, aber es ersparte die Implementierung mehrerer
Klassen, die jeweils einen Fehlertyp repr¨ asentieren m¨ ussten.
Eine ausf¨ uhrliche Dokumentation aller Klassen und Pakete ist durch Einsatz von javadoc
[74] erfolgt. Sie kann so gr¨ osstenteils direkt innerhalb der Java-Quelltexte durch spezi-
ell markierte Kommentare erstellt werden. Diese werden durch javadoc automatisch in
HTML-Dokumente eingebettet, die neben einer sinnvollen Navigation und Querverweisen
auch eine vollst¨ andige ¨ Ubersicht ¨ uber Schnittstellen, Klassen, Methoden etc. beinhalten.
Zus¨ atzlich sind HTML-Dokumente mit weiterf¨ uhrenden Erl¨ auterungen zu den Paketen
und ihrer Verwendung, Graﬁken, Beispiel-Dateien und alle verwendeten XML Schemas in
diese Dokumentation eingebettet, so dass diese alleine ausreichend ist, um einem Entwick-
ler die Verwendung des Prototypen zu erm¨ oglichen. F¨ ur einen detaillierten Einblick in die
Funktionsweise sei daher auf die dem Prototypen beiliegende HTML-Dokumentation und
nat¨ urlich die Kommentare in den Quelltexten verwiesen.
6.2.1 Paket de.gmd.ipsi.util
In diesem Paket de.gmd.ipsi.util sind Klassen zusammengefasst, die Hilfsmethoden zur
Verf¨ ugung stellen, die nicht auf die Verwendung in einem der Gebiete der anderen Pakete
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Insbesondere die Klasse Log wird von nahezu allen anderen Klassen des Prototyps benutzt.
Sie beinhaltet eine Methode zur Ausgabe von Meldungen, die durch einen Priorit¨ atsﬁlter
eingeschr¨ ankt werden k¨ onnen. Dieser Filter wird durch Eintr¨ age in eine Konﬁgurations-
Datei deﬁniert und kann daher auch ohne eine erneute Kompilierung der Quellen vor dem
Start eines Testlaufs einfach an die jeweiligen Erfordernisse angepasst werden. W¨ ahrend
der Entwicklung des Prototypen konnten so durch gezielte Filterung Problemstellen relativ
einfach erkannt und eingegrenzt werden. Es handelt sich also in erster Linie um ein
Entwickler-Werkzeug zur Fehlersuche und Ablaufverfolgung und k¨ onnte vollst¨ andig aus
dem Prototypen entfernt werden, ohne dass dabei funktionale Einschr¨ ankungen auftreten
w¨ urden.
Base64Wrapper beinhaltet Methoden zur Konvertierung von Bin¨ ardaten in ASCII-Text
und umgekehrt. Die (De-)Kodierung erfolgt dabei nach dem Base64-Standard [63]. Die
Klasse benutzt das Br¨ ucken-Entwurfsmuster (engl. bridge pattern – s. [71, 72]), das eine
Trennung der Aufruf-Schnittstelle von der eigentlichen Implementierung herbeif¨ uhrt. Die
Entscheidung zu dieser Entkopplung ist nach dem Test diverser Base64-Implementierungen
gefallen, da diese teilweise fehlerhaft waren und deren Schnittstellen sehr divergent. Die
eigentliche Implementierung der Funktionalit¨ at wird von einer Klasse aus der Xerces-
Bibliothek zur Verf¨ ugung stellt.
6.2.2 Paket de.gmd.ipsi.xml.util
Dieses Paket beinhaltet Klassen mit Hilfsmethoden zum Umgang mit XML-Daten. Alle
Klassen innerhalb und unterhalb von Paketen aus de.gmd.ipsi.xml.* machen Gebrauch
von diesen Methoden.
Der Umgang mit dem DOM ist zum Teil recht aufw¨ andig. Zum Beispiel ist der Zugriﬀ auf
bestimmte Inhalte von Elementen immer mit einer Traversierung ¨ uber mehrere Knoten
des Baums verbunden. Zudem k¨ onnen bei jeder Operation auf dem DOM zahlreiche Aus-
nahmefehler auftreten, die behandelt werden m¨ ussen. Daher sind in der Klasse DOMTools
komfortable Methoden zum Parsen von XML-Daten und zum Zugriﬀ auf Daten innerhalb
des daraus resultierenden DOM-Baums entwickelt worden.
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Auch die Serialisierung eines DOM-Baums oder von Teilen davon ist durch Methoden
dieser Klassen gekapselt. Dies hat sich als notwendig erwiesen, da bei den f¨ ur JAXP [76]
(javax.xml.transform.*) und auch den einzeln verf¨ ugbaren Serialisierern gr¨ ossere Pro-
bleme auftraten: Alle getesteten Implementierungen – wie z.B. die von Xerces und Xalan –
versagten, wenn f¨ ur Attribute XML-Namensr¨ aume deﬁniert wurden und dann Teilb¨ aume
des DOM-Baums serialisiert wurden. Immer wieder trat der Eﬀekt auf, dass dabei Na-
mensr¨ aume verloren gingen oder verwaiste Pr¨ aﬁxe entstanden. Da zur Verschl¨ usselung
von Teilb¨ aumen diese aber zun¨ achst korrekt serialisiert werden m¨ ussen, musste daf¨ ur eine
L¨ osung gefunden werden. Gl¨ ucklicherweise konnte dazu auf eine bestehende Implementie-
rung zur Serialisierung der GMD/IPSI zur¨ uckgegriﬀen werden, die im Wesentlichen wie
erwartet funktioniert (s. auch Abschnitt 6.3). Allerdings kann dieser nicht ¨ uber JAXP
instanziiert werden, sondern muss direkt aufgerufen werden.
Zur Verschl¨ usselung ist es erforderlich, den DOM-Baum in Postorder zu traversieren (s.
Abschnitt 4.2.5). Allerdings wird in der Speziﬁkation des W3C-Standards ”DOM2 Tra-
versal and Range Speciﬁcation“ [30] nur eine Traversierung in Preorder deﬁniert, weshalb
Xerces keine andere M¨ oglichkeit vorsieht oder implementiert. Zus¨ atzlich nehmen in dieser
Speziﬁkation u.a. Attribute bei der Traversierung eine Sonderrolle ein: Sie werden n¨ amlich
nie traversiert, es sein denn der Startknoten ist selbst ein Attribut. Dies liegt daran, dass
Attribute laut DOM-Speziﬁkation [29] nie Kinder anderer Knoten des Baums sind – sie
sind also nicht Teil der Hierarchie eines DOM-Baums. Da aber auch Attribute einzeln ver-
schl¨ usselt werden sollen, m¨ ussen auch diese Teil der Traversierung werden. Gel¨ ost wurde
das Problem, indem auf Klassen zur¨ uckgegriﬀen wurde, die von IBM urspr¨ unglich im Rah-
men ihres eigenen DOM-Parsers entwickelt wurden und auch Teil der XSS4J-Distribution
[41] sind. Sie implementieren eine Traversierung in Post- und Preorder unter Verwendung
des Besucher-Entwurfsmusters (engl. visitor pattern – s. [71, 72]). Allerdings werden auch
hier die Attribute nicht traversiert, weshalb der Quellcode dieser Klassen (TreeTraversal,
Visitor und NOOPVisitor) entsprechend erweitert worden ist.
Da die Verwendung von XPath-Ausdr¨ ucken mit den Klassen von Xalan ebenfalls relativ
unkomfortabel ist, sind auch dazu einfacher zu benutzende Methoden entwickelt worden,
die in der Klasse XPath zusammengefasst sind. Diese verwenden zur Behandlung von
Namensr¨ aumen die Klassen PrefixResolverExtended und NamespaceVisitor. Letztere
baut wiederum auf den oben vorgestellten Klassen zur Traversierung eines DOM-Baums
auf und erweitert daher NOOPVisitor.
Die Anforderung, einem Transformations-Prozessor die absolute URL eines DPS-Doku-
ments als Basis-URI ¨ ubergeben zu k¨ onnen(s. Abschnitt 5.2.6), erwies sich als erstaunlich
aufw¨ andig in der Umsetzung. Eigentlich ist die Verwendung relativer URLs ein ¨ ubliches
Verfahren, weshalb man erwarten k¨ onnen sollte, dass dieses leicht zu unterst¨ utzten ist.
Aber ein DOM-Baum enth¨ alt seine Basis-URI nicht und auch der XML-Parser stellt sie
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leistet. Sie basiert auf org.apache.xml.utils.SystemIDResolver, der den Grossteil der
ben¨ otigten Funktion zur Verf¨ ugung stellt.
Allerdings ist die dabei verwendete Klasse Xalans als ”nur f¨ ur den internen Gebrauch“
gekennzeichnet, so dass eventuell sp¨ atere Versionen davon nicht mehr verwendet werden
k¨ onnen. Dies schien aber angesichts des Prototypen-Status als eine akzeptable L¨ osung. Zu-
dem steht die Behebung oder Umgehung von M¨ angeln der aktuellen DOM-Speziﬁkationen
nicht im Vordergrund dieser Arbeit.
6.2.3 Paket de.gmd.ipsi.security
Dieses Paket stellt Schnittstellen auf hohem Abstraktionsniveau (engl. high level APIs)
f¨ ur die Verwaltung von Schl¨ usseln zur Verf¨ ugung.
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Bei der Entwicklung des Prototypen ist fr¨ uh aufgefallen, dass insbesondere der Zugriﬀ und
die Verwaltung des Schl¨ usselspeichers relativ komplex werden kann. Dies liegt vor allem
daran, dass es verschiedenste Arten von Schl¨ usselspeichern gibt: z.B. Dateien oder Smart-
cards. Zudem werden f¨ ur den Zugriﬀ auf Zertiﬁkate und Schl¨ ussel meistens Passw¨ orter
ben¨ otigt, die auf irgendeine Weise zur Verf¨ ugung gestellt werden m¨ ussen. Dies k¨ onnte zur
Laufzeit durch einen Dialog mit dem Benutzer geschehen oder indem er diese vorab ein-
gibt. Da dies bei Server-Diensten, die ohne die direkte Interaktion mit Benutzern laufen
m¨ ussen, nicht praktikabel ist, werden dort h¨ auﬁg g¨ anzlich andere L¨ osungen eingesetzt,
wie z.B. Hardware, die alle Schl¨ ussel speichert.
Daher wurde das Interface KeyManager deﬁniert, das von der konkreten Implementierung
des Schl¨ usselspeichers und des Zugriﬀs darauf abstrahiert. Allerdings beinhaltet dieses
Interface bisher nur Methoden f¨ ur den lesenden Zugriﬀ. Ausserdem w¨ urde es sich hier
anbieten, nach dem Fabrik-Entwurfsmuster (engl. factory pattern – s. [71, 72]) vorzugehen,
und ¨ uber eine entsprechende Methode jeweils eine spezielle Implementierung des Interfaces
zu instanziieren. Davon wurde allerdings abgesehen, da der Fokus dieses Prototypen nicht
auf der Schl¨ usselverwaltung liegt.
Die Implementierung des Interfaces, die hier zur Verf¨ ugung gestellt wird
(KeyManagerDefault), arbeitet daher relativ simpel, indem sie direkt einen mittels key-
tool [75] generierten Schl¨ usselspeicher verwendet. Darin werden Schl¨ ussel und Zertiﬁkate
anhand eines Aliases adressiert, der bei der Erstellung eines Schl¨ ussels oder Zertiﬁkats je-
weils vergeben wird. Die ben¨ otigten Passw¨ orter m¨ ussen in einer Datei persistent vorliegen,
wobei zum Auﬃnden des jeweils korrekten Passworts wiederum der Alias herangezogen
wird.
6.2.4 Paket de.gmd.ipsi.xml.crypt
Diese Paket implementiert die Speziﬁkation zur Verschl¨ usselung von XML-Daten aus
Abschnitt 4.2. So kann eine gute Wiederverwendbarkeit der erstellten Komponenten
gew¨ ahrleistet werden. Zum Beispiel kann dieses Paket auch direkt von anderen Appli-
kationen benutzt werden, um unabh¨ angig vom DPF die Ver- und Entschl¨ usselung von
XML-Daten durchzuf¨ uhren.
Die Klassen Encryptor und Decryptor stellen dabei die Methoden zur Ver- und Ent-
schl¨ usselung von XML-Daten zur Verf¨ ugung.
Der Prototyp unterst¨ utzt aber nicht alle M¨ oglichkeiten der Speziﬁkation: Zum einen wird
das transform-Element ¨ uberhaupt nicht ber¨ ucksichtigt. Die meisten Einschr¨ ankungen
r¨ uhren aber daher, dass beim KeyInfo-Element nur die Verwendung des KeyName-Ele-
ments unterst¨ utzt wird. Insbesondere ist so eine Wiederverwendung oder nachtr¨ agliche
Verteilung von Sitzungsschl¨ usseln ausgeschlossen, da dazu das RetrievalMethod-Element
zu verwenden ist. Auch die Adressierung von Schl¨ usseln (und damit auch von Empf¨ angern)
mit dem X.509-Format (oder anderen von KeyInfo unterst¨ utzen Formaten), ist daher nicht
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Weiterhin wird bisher nicht ¨ uberpr¨ uft, ob die zu verschl¨ usselnden XML-Daten Referenzen
auf Entit¨ aten enthalten, was laut Speziﬁkation mit dem Werfen eines Fehlers abzulehnen
w¨ are.
Ausserdem gestattet die Speziﬁkation, dass einige Elemente nur optional angegeben wer-
den m¨ ussen, da sie auch aufgrund von Absprachen zwischen Sender und Empf¨ anger vorab
festgelegt werden k¨ onnen. Dies wird nicht unterst¨ utzt, weshalb alle Elemente explizit
angef¨ uhrt werden, bzw. anzuf¨ uhren sind.
Die Klasse Crypto kapselt alle Methoden, die kryptograﬁsche Basisoperationen durchf¨ uh-
ren, wie die Erzeugung von Sitzungsschl¨ usseln und die Ver- und Entschl¨ usselung nach DES-
ede und RSA. Zudem wird hier die Serialisierung und Deserialisierung von verschl¨ usselten
XML-Daten, wie sie in Abschnitt 4.2.2 deﬁniert ist, gekapselt.
So konnten relativ einfach Tests mit verschiedenen Security Providern erfolgen, da alle
notwendigen Anpassungen in dieser Klasse zentral vorgenommen werden konnten. Danach
musste nur noch neu kompiliert werden. Um diese Experimente weiter zu vereinfachen,
wurden alle relevanten Werte in Konstanten abgelegt.
Die Ergebnisse dieser Tests sind allerdings alles andere als ermutigend. Im Gegensatz
zu anderen Programmier-Schnittstellen – wie z.B. JAXP – durch deren Verwendung der
Entwickler von der sp¨ ater tats¨ achlich verwendeten Implementation unabh¨ angig wird, ge-
lingt dies durch den Einsatz der JCE nicht. Man kann sie daher nur als unterspeziﬁziert
bezeichnen.
Die meisten Schwierigkeiten tauchen im Zusammenhang mit den von Sun deﬁnierten
Standard-Namen f¨ ur Crypto-Algorithmen auf [82, Appendix A]. Erste Probleme erge-
ben sich schon bei der Schreibweise der angefordertem Algorithmen: In [82] ist eindeutig
speziﬁziert, dass die Gross- oder Kleinschreibung nicht zu ber¨ ucksichtigen ist. Eine An-
forderung eines Schl¨ ussels f¨ ur den Algorithmus ”DESEDE“ sollte also ¨ aquivalent zu einer
Anforderung von ”DESede“ sein. Einige Security Provider akzeptieren aber nur letztere
und werfen einen Fehler bei anderen Schreibweisen. Der Security Provider der Cryptix JCE
f¨ allt sogar v¨ ollig aus dem Rahmen, da er bei der Abfrage des Namens des verwendeten Al-
gorithmus nicht ”DESede“ sondern ”TripleDES“ zur¨ uckgibt. Da dieser aber ausdr¨ ucklich
als ”in Entwicklung“ bezeichnet wird, kann dies getrost als Ausrutscher vernachl¨ assigt
werden.
Ebenso bestehen Probleme mit der Speziﬁkation von Schl¨ ussell¨ angen, denn es wird nicht
konkret zwischen der Schl¨ ussell¨ ange in Bits und der Schl¨ usselst¨ arke in Bits unterschieden.
Diese m¨ ussen nicht unbedingt identisch sein (s. Abschnitt 2.1.1). Das f¨ uhrt dazu, dass
BouncyCastle die Schl¨ ussell¨ ange als Parameter erwartet und einen Fehler wirft, wenn man
die Schl¨ usselst¨ arke stattdessen angibt. Da dies aber nur bei einem der getesteten Security
Provider auftrat, kann man hier von einem nicht so schwerwiegenden Problem ausgehen.
Zudem kann man aus der JCE-Speziﬁkation indirekt herauslesen, dass die Schl¨ usselst¨ arke
anzugeben ist, wenn man Schlussfolgerungen anhand der aufgef¨ uhrten Beispiele [82, Ap-
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Eine ¨ Ubersicht ¨ uber das Verhalten der getesteten Security Provider f¨ ur den DES-ede-
Algorithmus gibt Tabelle 6.1 wieder.
Tabelle 6.1: Vergleich der Parameter f¨ ur den DES-ede-Algorithmus
Noch schlimmer ist die Situation bei Verwendung des RSA-Algorithmus. Da dieser bei
Sun’s Security Provider nicht mitgeliefert wird, sind in der JCE-Speziﬁkation [82] f¨ ur RSA
weder ein Aufruf-Schema noch Namen f¨ ur die damit ¨ ublichen Paddingverfahren deﬁniert
(wie z.B. nach PKCS #1). Dadurch hat jeder Hersteller von Security Providern hier
nach gutd¨ unken gehandelt, was dazu f¨ uhrt, dass bei Einsatz von RSA gr¨ ossere Probleme
auftreten, wenn man den vorhandenen Security Provider nicht im Vorhinein kennt. Die
Tabelle 6.2 gibt einen ¨ Uberblick ¨ uber das Verhalten aller getesteten Security Provider bei
Verwendung des RSA-Algorithmus. Besonders auﬀ¨ allig ist dabei Baltimores KeyTools Lite
gewesen, weil es einerseits die meisten Aufruf-Schemas unterst¨ utzt, aber andererseits bei
einem davon einen Ausnahmefehler wirft, obwohl intern f¨ ur alle die selbe Implementierung
benutzt werden k¨ onnte.
Ein weiteres Problem ist, dass einige ben¨ otigte Funktionen g¨ anzlich fehlen, die zudem
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steht z.B. keine M¨ oglichkeit, um die Schl¨ usselst¨ arke eines Schl¨ ussels, den man aus ei-
nem Schl¨ usselspeicher erhalten hat, zu bestimmen. Da aber die Speziﬁkation zur Ver-
schl¨ usselung von XML-Daten fordert, dass bei RSA mindestens ein Schl¨ ussel mit 1024 Bits
verwendet werden muss, m¨ usste dies auch veriﬁziert werden. Aufgrund der fehlenden Me-
thode dazu wurde allerdings f¨ ur den Prototypen darauf verzichtet.
Insgesamt bleibt also festzuhalten, dass die Verwendung der JCE und verschiedener Secu-
rity Provider nur m¨ oglich ist, wenn der Entwickler seine Applikation mit m¨ oglichst vielen
verf¨ ugbaren Providern testet. Die notwendigen Parameter werden am besten zur Laufzeit
ermittelt, z.B. durch die Methode ”Versuch- und Irrtum“: Man probiert einfach einen
Wert aus und versucht dann einen anderen, wenn eine Laufzeitfehler auftritt (also sozusa-
gen ”programming by exception“). Einen Teil der beschriebenen Probleme und noch ein
paar andere ﬁnden sich in [83].
6.2.5 Paket de.gmd.ipsi.xml.dpf
In diesem Paket ist die gesamte Speziﬁkation zum Document Processing Framework aus
Abschnitt 5.2 implementiert.
Abbildung 6.5: Klassen-Diagramm zum Paket de.gmd.ipsi.xml.dpf
Jede der in der Speziﬁkation vorgesehenen Komponenten wird durch jeweils eine eigene
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Der DocumentProcessingController ruft zur Laufzeit eine Instanz einer Klasse auf, die
das Interface DocumentTransformationProcessor implementiert. Welche aufzurufen ist,
wird ermittelt, indem er f¨ ur den im DPS gefundenen URN des Prozessors die Klasse er-
mittelt, die diesen implementiert. Diese Zuordnung liegt in Form einer externen Datei vor
und wird beim Instanziieren des DPCs eingelesen. Zum Einbinden eines neuen Prozes-
sors, muss dieser also durch einen entsprechenden Eintrag in diese Datei bekannt gemacht
werden. In der Datei wird jeweils einem URN eine Klasse mit ihrem vollst¨ andigen Pfad
zugeordnet. Diese wird dann bei Bedarf instanziiert und danach die Methode aufgeru-
fen, die die Transformation durchf¨ uhrt. Diese ist durch die Verwendung des Interface
DocumentTransformationProcessor vorab bekannt.
Dabei hat es unerwartet Probleme bei der Verwendung des in Abschnitt 5.2.3 vorgestell-
ten Schemas f¨ ur DPS-Dokumente gegben: Wurden im ref -Attribut des annotate-Elements
relative URLs benutzt oder im execute-Attribut des transform-Elements ein URN verwen-
det, so brach Xerces das Parsen eines DPS-Dokuments mit einem Validierungs-Fehler ab,
weil diese seiner Ansicht nach keine g¨ ultigen URIs enthalten. Aber laut der Speziﬁkati-
on zu XML Schema sind ausdr¨ ucklich alle Arten von absoluten und relativen URIs, wie
in [23] deﬁniert, zugelassen (siehe [28, Abschnitt 3.2.17]). Dieses Problem wurde einfach
gel¨ ost, indem das Schema, das Xerces w¨ ahrend der Laufzeit zur Verf¨ ugung gestellt wurde,
kurzerhand dahingehend modiﬁziert wurde, dass statt URIs an beiden Stellen beliebige
Strings erlaubt wurden.
Schwierigkeiten ergaben sich auch bei der Entwicklung der Klasse AnnotatedDocument,
die einen annotierten DOM-Baum implementiert. Die Methode zum Hinzuf¨ ugen einer
Annotation importiert den Teilbaum der DOM-Repr¨ asentation des DAS-Dokuments, der
diese Annotation enth¨ alt, in den DOM-Baum, der die Annotationen zu einem Knoten
beinhaltet. Dazu muss die Methode org.w3c.dom.Document.importNode() benutzt wer-
den. Dabei gingen aber die Werte von Attributen verloren. Zum Beispiel wurde aus
xmlns:enc="http://www.darmstadt.gmd.de/2001/04/DTP-Encrypt" nach dem Import
xmlns:enc="", wodurch also auch die Namensr¨ aume verloren gingen. Nach einigen Nach-
forschungen stellte sich heraus, dass es sich dabei um einen Fehler in der verwendeten
Version von Xerces handelte. Zum Gl¨ uck wurde kurz darauf eine neue Version freige-
geben, die diesen Fehler nicht mehr aufwies. Daher l¨ auft aber der Prototyp nicht mit
Versionen von Xerces, die ¨ alter sind als die hier verwendete Version 1.4.0.
6.2.6 Paket de.gmd.ipsi.xml.dpf.crypt
Aufbauend auf den Funktionen aller bisher vorgestellter Pakete wird hier die im Ab-
schnitt 5.3 vorgestellte Architektur implementiert.
Im Ergebnis sind dabei zwei Transformations-Prozessoren f¨ ur das DPF entstanden: jeweils
einer f¨ ur die Verschl¨ usselung und einer f¨ ur die Entschl¨ usselung. Laut der Speziﬁkation f¨ ur
DTPs aus Abschnitt 5.2.6 muss f¨ ur jeden implementierten Prozessor eine URN zum Aufruf,144 KAPITEL 6. PROTOTYPISCHE IMPLEMENTIERUNG
die Aurufparameter und die verwendbaren Annotationen und deren Namensraum deﬁniert
werden. Diese Angaben werden im Laufe dieses Abschnitts aufgef¨ uhrt.
Abbildung 6.6: Klassen-Diagramm zum Paket de.gmd.ipsi.xml.dpf.crypt
In CryptoProcessors werden Hilfsroutinen und Konstanten gekapselt, die von den bei-
den Prozessoren ben¨ otigt werden, wie z.B. die Auswertung von Argumenten oder das
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Der EncryptionProcessor durchl¨ auft bei Aufruf seiner transform()-Methode nachein-
ander die in Abschnitt 5.3.2 vorgestellten Teilfunktionen: Zun¨ achst werden Sicherheits-
richtlinien durchgesetzt, danach die vorhandenen Annotationen optimiert und schliesslich
die vorhandenen XML-Daten anhand der Annotationen verschl¨ usselt.
Allerdings sind bei diesem Prototyp die Methoden enforcePolicies() und
optimizeAnnotations() mit keinerlei Funktionalit¨ at hinterlegt.
Bei der Verschl¨ usselung wird eine Traversierung des DOM-Baums in Postorder durch-
gef¨ uhrt, wobei auf die in Abschnitt 6.2.2 vorgestellten Klassen zur¨ uckgegriﬀen wird, die
das Besucher-Entwurfsmuster verwenden. Daher ruft der EncryptionProcessor zur Tra-
versierung den EncryptionVisitor auf. Immer wenn ein Element, Attribut oder Text
im DOM-Baum besucht wird, wird nachgeschaut, ob f¨ ur diesen Knoten relevante Annota-
tionen f¨ ur die Verschl¨ usselung vorhanden sind. Falls notwendig wird dieser Knoten dann
mittels der durch in Abschnitt 6.2.4 vorgestellten Methoden verschl¨ usselt, wobei jeder der
annotierten Empf¨ anger unter Verwendung seines einen Schl¨ ussels auf die Daten zugreifen
kann. Denkbar w¨ are auch die Unterst¨ utzung eines Modus, bei dem mehrere Schl¨ ussel
vorhanden sein m¨ ussen, um zugreifen zu k¨ onnen (s. auch unten). Dies wurde aber nicht
implementiert.
Der EncryptionProcessor erwartet als Eingabe die Adresse eines Schl¨ usselspeichers in
Form eines URLs als Argument. Dieser muss innerhalb eines keystore-Elements im DPS
speziﬁziert werden. Zum Aufruf dieses Prozessors in einem DPS ist folgender URN zu
verwenden:
urn:ipsi-gmd-de:DTP-Encrypt
Ein Beispiel f¨ ur den Aufruf des EncryptionProcessor in einem DPS-Dokument ist:
...
<transform execute = "urn:ipsi-gmd-de:DTP-Encrypt">
<keystore>./keystores/certificates</keystore>
</transform>
...
Die Annotationen, die vom EncryptionProcessor ausgewertet werden, m¨ ussen in folgen-
dem Namensraum liegen:
http://www.darmstadt.gmd.de/2001/04/DTP-Encrypt
F¨ ur die Annotationen wurde ein einfaches Schema entwickelt, das im Wesentlichen nur
aus einem Receiver-Element besteht. Der Inhalt dieses Elements ist jeweils der Name
eines Empf¨ angers, der vom KeyManager aufgel¨ ost werden muss, um dessen ¨ oﬀentlichen
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das:match importiert und dem Receiver-Element beigeordnet. Dieses Attribut enth¨ alt
die Selektionsregel, welche Daten f¨ ur den angegebenen Empf¨ anger verschl¨ usselt werden
sollen. Ben¨ otigt man mehr als einen Empf¨ anger, so wird f¨ ur jeden eine entsprechende
Annotation mit immer identischer Selektionsregel angegeben. Das erstellte Schema ﬁndet
sich in Anhang A.3. Eine graﬁsche Darstellung gibt Abbildung 6.7 wieder.
Abbildung 6.7: Darstellung des Schemas f¨ ur Annotationen zum EncryptionProcessor
Ein Beispiel f¨ ur eine Annotation zur Verschl¨ usselung von XML-Daten innerhalb eines
DAS-Dokuments ist:
...
<enc:Receiver
das:match="/book/chapter[position() &gt; 1]"
xmlns:enc="http://www.darmstadt.gmd.de/2001/04/DTP-Encrypt">
customer
</enc:Receiver>
...
In dem Beispiel werden alle chapter-Elemente bis auf das erste, die direkte Nachfahren
des Wurzel-Elements book sind, mit dieser Annotation versehen. Sie besagt, dass deren
Inhalt von dem Verschl¨ usselungs-Prozessor auszuwerten ist (erkenntlich am Namensraum)
und dieser das jeweilige Element f¨ ur ”customer“ verschl¨ usseln soll.
Dieses Schema konnte in erster Linie deshalb so einfach gehalten werden, weil es nur einen
Teil der Funktionalit¨ at der unterliegenden M¨ oglichkeiten der Verschl¨ usselung abbildet. So
w¨ are das Schema wesentlich komplexer geworden, wenn auch gewollt worden w¨ are, dass
innerhalb einer Annotation direkt mehrere Empf¨ anger angegeben werden k¨ onnen, wobei
alle deren Schl¨ ussel notwendig sind, um die Daten wieder entschl¨ usseln zu k¨ onnen. Auch
die volle Unterst¨ utzung der vielen M¨ oglichkeiten des KeyInfo-Elements zur Adressierung
von Schl¨ usseln wird nicht abgebildet. Und da die Module zur Durchsetzung von Sicher-
heitsrichtlinien oder Optimierung der Annotationen bisher keine Funktionalit¨ at haben,
konnte auch hierf¨ ur auf entsprechende Argumente oder Annotationen verzichtet werden.
Es bleibt also festzuhalten, dass die Komplexit¨ at eines Schemas f¨ ur einen Transformations-
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trisierung der Transformation abh¨ angt. Um so weniger der Anwender die Transformation
beeinﬂussen kann (oder bzw. soll), um so kleiner kann das Schema und die Anzahl der zu
¨ ubergebenden Argumente gehalten werden.
Der DecryptionProcessor ist wie der EncryptionProcessor aufgebaut. Allerdings be-
nutzt er keinerlei Annotationen, weshalb die Deﬁnition eines Schemas hier entf¨ allt. Er
erwartet als Eingabe ebenfalls die Adresse eines Schl¨ usselspeichers in Form eines URLs
als Argument. Dieser muss wieder innerhalb eines keystore-Elements im DPS speziﬁziert
werden. Zum Aufruf dieses Prozessors in einem DPS ist folgender URN zu verwenden:
urn:ipsi-gmd-de:DTP-Decrypt
Ein Beispiel f¨ ur den Aufruf des DecryptionProcessor in einem DPS-Dokument ist:
...
<transform execute = "urn:ipsi-gmd-de:DTP-Decrypt">
<keystore>../keystores/MyPrivateKeys</keystore>
</transform>
...
Der DecryptionProcessor traversiert ebenfalls den DOM-Baum in Postorder. Dazu be-
nutzt er ebenfalls die oben beschriebenen Klassen und ruft dazu DecryptionVisitor auf.
Allerdings brauchen hier nur Elemente traversiert zu werden, weil nur sie verschl¨ usselte
Daten beinhalten k¨ onnen. In jedem Element wird gepr¨ uft, ob es den Namen Encrypted-
Data hat und im Namensraum des Schemas f¨ ur die Verschl¨ usselung von XML-Daten aus
Abschnitt 4.2.1 liegt. Falls dies der Fall ist, wird das verschl¨ usselte Element mit Hilfe der
in Abschnitt 6.2.4 vorgestellten Methoden entschl¨ usselt. Liegt dem KeyManager f¨ ur einen
der Empf¨ anger ein privater oder geheimer Schl¨ ussel vor (genauer: f¨ ur den per KeyInfo-
Element adressierten Schl¨ ussel), so kann das Element entschl¨ usselt werden. Dazu stehen
alle dem KeyManager bekannten Schl¨ ussel zur Verf¨ ugung.
K¨ onnen die Daten erfolgreich entschl¨ usselt werden und handelt es sich bei deren Inhalt
wiederum um ein Element, so wird dieses rekursiv wiederum in Postorder traversiert, da es
weitere verschl¨ usselte Elemente beinhalten kann. Wenn der DecryptionProcessor seine
Arbeit beendet hat, so erh¨ alt man also ein maximal entschl¨ usseltes Dokument f¨ ur den
verwendeten Schl¨ usselspeicher. Ein weiterer Aufruf mit dem gleichen Schl¨ usselspeicher
bringt also keine ¨ Anderungen mehr mit sich.
Eine vor allem f¨ ur Szenarien mit Workﬂow-Systemen w¨ unschenswerte m¨ ogliche Erweite-
rung w¨ aren hier gewesen, den Entschl¨ usselungsvorgang mit Argumenten feiner zu steu-
ern. So liesse sich ¨ uber einen ¨ Ubergabeparameter im DPS die Rekursion an- oder ab-
schalten und ¨ uber Annotationen die Elemente ausdr¨ ucklich bestimmen, bei denen eine
Entschl¨ usselung gew¨ unscht ist, bzw. umgekehrt Elemente deren Entschl¨ usselung nicht
gew¨ unscht ist, entsprechend markieren. F¨ ur einen Prototyp wurde aber die implemen-
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6.2.7 Gesamt¨ ubersicht ¨ uber die Pakete
Alle Komponenten des Prototypen, die eine in sich abgeschlossene Aufgabe oder Funktion
haben, wurden wie zuvor beschrieben jeweils in eigenen Paketen zusammengefasst. Der
Zusammenhang dieser Pakete untereinander und welche Abh¨ angigkeiten zwischen ihnen
dadurch bestehen, wird in Abbildung 6.8 anhand einen Paket-Diagramms dargestellt.
Abbildung 6.8: ¨ Ubersicht der Pakete und ihrer Abh¨ angigkeiten6.3. EXPERIMENTE 149
6.3 Experimente
Es sind etliche Experimente mit dem implementierten Prototypen angestellt worden, um
die Leistungsf¨ ahigkeit und auch die Grenzen der entwickelten Architektur zu untersuchen.
Die ersten Tests erfolgten schon w¨ ahrend der Entwicklungsphase und die relevanten Ergeb-
nisse davon werden im folgenden Abschnitt dargestellt. Anhand der dabei gemachten Er-
fahrungen sind mehrere Beispiele erstellt worden, die die Arbeitsweise und M¨ oglichkeiten
von Architektur und Prototyp aufzeigen. Diese werden im Anschluss an die Ergebnisse
der Entwicklungsphase besprochen.
Insgesamt sind f¨ unf Beispiele erstellt worden, die auch anhand des Prototypen leicht nach-
vollzogen werden k¨ onnen (Beschreibung s.u.). Zwei der Beispiele zeigen funktionale Aspek-
te der Verschl¨ usselung von XML-Daten und drei Beispiele lehnen sich an in Abschnitt 3.1
beschriebenen Szenarien an.
Da das DPF zur Eingabe und Ausgabe der Daten DOM-Dokument-B¨ aume verwendet, ist
zur Durchf¨ uhrung von Tests w¨ ahrend der Entwicklung auch die Klasse TestDPF imple-
mentiert worden, die ein XML-Dokument in eine DOM-Repr¨ asentation ¨ uberf¨ uhrt, dann
dem DPC zur Verarbeitung ¨ ubergibt und wieder ein XML-Dokument als Ergebnis erzeugt.
Alle Parameter werden auf der Kommandozeile an TestDPF ¨ ubergeben. Dieses Programm
ist auch zur Durchf¨ uhrung der Experimente und der folgenden Beispiele herangezogen
worden. Um die Benutzung zu erleichtern, kann TestDPF ¨ uber das Skript make aufgerufen
werden, das f¨ ur die Kommandozeilen-Umgebung von Windows 2000 erstellt wurde.
Um das Nachvollziehen der Beispiele zu erleichtern, ist ein weiteres Skript f¨ ur die Komman-
dozeilen-Umgebung von Windows 2000 erstellt worden, das durch Aufruf von examples
gestartet werden kann und alle Beispiele mit ein paar erl¨ auternden Texten vorf¨ uhrt. Dazu
muss examples ein Schl¨ usselwort ¨ ubergeben werden, das speziﬁziert, welches der Beispiele
auszuf¨ uhren ist. Im Abschnitt zu einem Beispiel ist der jeweils ben¨ otigte Aufruf zu Anfang
aufgef¨ uhrt.
Weiterhin sind zur Durchf¨ uhrung mehrere Schl¨ usselspeicher ben¨ otigt worden, die jeweils
die privaten und ¨ oﬀentlichen Schl¨ ussel der in den Beispielen ben¨ otigten Personen darstellen
mussten. Zur Erstellung und Pﬂege der Schl¨ usselspeicher wurde das bei Java mitgeliefer-
te keytool benutzt. In der Darstellung der Architektur des Verschl¨ usselungs-Prozessors
(Abbildung 5.8) entspricht es damit der Komponente zur Schl¨ usselpﬂege (engl. key main-
tenance). Um die Erstellung eines solchen Schl¨ usselspeichers zu erleichtern, kann das oben
erw¨ ahnte Skript mittels make keystore aufgerufen werden. Es erzeugt dann automatisch
einen neuen Schl¨ usselspeicher f¨ ur die Durchf¨ uhrung der Beispiele.
6.3.1 Ergebnisse aus der Entwicklungsphase
Was gleich bei den ersten Tests in der Entwicklungsphase auﬃel, war ein Problem von
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referenzieren. So w¨ urde man eigentlich erwarten, dass ein relativer URL immer anhand
der Basis-URI des XML-Dokuments aufgel¨ ost wird, in dem er auftritt.
Dies wird aber von Xerces leider innerhalb von Schemas anders gehandhabt, wie im Folgen-
den Beispiel beschrieben: So wird aus den DAS-Dokumenten heraus das Schema das.xsd
referenziert, das der Parser zum Validieren der Dokumente heranzieht. Hier funktioniert
die relative Adressierung. Ebenso ist es aus einem DAS-Dokument heraus kein Problem,
das Schema dtp-encrypt.xsd relativ zu adressieren, anhand dessen die Annotationen f¨ ur
den Verschl¨ usselungs-Prozessor validiert werden. Aber dieses Schema importiert wieder-
um aus dem Schema das.xsd das Attribut das:match und an dieser Stelle kann Xerces den
relativen URL nicht wie erwartet auﬂ¨ osen. Erst wenn man einen absoluten URL benutzt
oder den relativen URL so anpasst, als ob die Referenzierung aus dem DAS-Dokument
heraus erfolgt w¨ are, kann Xerces f¨ ur den Import des Attributs auf das Schema zugreifen.
Das bedeutet, dass Schemas, die andere Schemas referenzieren, immer absolute URLs ver-
wenden sollten, da man als Autor des Schemas weder den zu verwendenden Parser noch
die Lokationen der XML-Dokumentinstanzen vorhersehen kann. Die Verwendung absolu-
ter URLs ist aber wiederum f¨ ur den Schema-Autor schwierig, da er meistens auch keinen
Einﬂuss darauf haben wird, wo die referenzierten Schemas abgelegt werden. Als letzter
Ausweg bleibt nur der textuelle Import der ben¨ otigten Teile aus fremden Schemas (was
wiederum einem der Grundgedanken von XML Schema zuwider l¨ auft) oder die Anpassung
der absoluten URLs den jeweiligen Administratoren aufzub¨ urden, die die Schemas in ihrer
Infrastruktur zur Verf¨ ugung stellen.
Insgesamt gesehen gibt es also zur Zeit keine saubere L¨ osung des Problems. Man kann
nur hoﬀen, dass neuere Versionen von Xerces und die anderen Parser relative URLs in
Schemas in Zukunft sauber unterst¨ utzen werden.
Ein weiterer Punkt, der sofort ins Auge ﬁel, war die Tatsache, dass die Verschl¨ usselung
eines Dokuments ungleich l¨ anger dauerte als die Entschl¨ usselung: So brauchen die hier be-
nutzten Beispiele auf einem PC mit einem 700MHz Pentium-III Prozessor ca. 12 Sekunden
zum Verschl¨ usseln eines Dokuments, aber nur 2 Sekunden zum Entschl¨ usseln.
Durch Austesten mit den durch Log zur Verf¨ ugung gestellten Filtern (s. Abschnitt 6.2.1)
konnte nachvollzogen werden, dass der erste Aufruf der Methode zur Generierung der
Sitzungsschl¨ ussel diese zus¨ atzliche Rechenzeit erzeugt. Dabei wird ein durch die JCA
zur Verf¨ ugung gestellter (Pseudo-)Zufallszahlengenerator initialisiert, dessen Zufallszahlen
kryptograﬁschen Anspr¨ uchen gen¨ ugen [2, Kapitel 5] und die Basis f¨ ur die Erzeugung der
Sitzungsschl¨ ussel bilden. Fast die gesamte Diﬀerenz an ben¨ otigter Rechenzeit geht zu
Lasten dieser Initialisierung. Ist sie einmal abgeschlossen, werden weitere Sitzungsschl¨ ussel
mit keiner mehr merklichen Verz¨ ogerung erzeugt.
F¨ ur ein Produktionssystem ist ein solches Verhalten nat¨ urlich nicht akzeptabel. Als
L¨ osung kann zum Einen auf kryptograﬁsch sichere Zufallszahlen aus einer schnelleren
Quelle zur¨ uckgegriﬀen werden, wie zum Beispiel auf Hardware oder das Betriebssystem
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M¨ oglichkeit ist die Vermeidung der h¨ auﬁgen Initialisierung des Generators. So k¨ onnte
die Architektur dahingehend erweitert werden, dass der DPC nach der Transformation
eines Elements nicht terminiert wird, wie bisher vorgesehen, sondern im Speicher aktiv
bleibt und f¨ ur weitere Dokumente aufgerufen werden kann. Dazu m¨ ussten vor allem die
¨ Ubergabemechanismen zum Aufruf des DPCs ge¨ andert werden, da es zur Zeit nur m¨ oglich
ist, ihm bei der Instanziierung ¨ uber den Konstruktor ein XML-Dokument zur Verarbeitung
zu ¨ ubergeben. Dies ist mit relativ geringem Aufwand m¨ oglich und zieht keine ¨ Anderungen
in der Architektur selbst nach sich.
6.3.2 Granularit¨ at der Verschl¨ usselung
Das erste Beispiel (Aufruf im Prototypen durch examples granularity) zeigt die Granu-
larit¨ at der Verschl¨ usselung. Es werden zwei Attribute, ein Element und der Text innerhalb
eines Elements verschl¨ usselt. Eines der Attribute geh¨ ort zu dem verschl¨ usselten Element,
wobei der Empf¨ anger dieses Attributs ein anderer ist als der Empf¨ anger des Elements.
Hier kann man sehen, dass das Attribut als hierarchisch dem Element untergeordnet be-
handelt wird. Dadurch wird das Attribut vor dem Element verschl¨ usselt und wird selber
Teil des verschl¨ usselten Elements. Daher kann es erst entschl¨ usselt werden, wenn zuvor
das Element entschl¨ usselt wurde.
Weil Attribut und Element f¨ ur verschiedene Empf¨ anger verschl¨ usselt werden, ist damit
eine eineindeutige Reihenfolge f¨ ur die Entschl¨ usselung festgelegt. Zun¨ achst muss der
Empf¨ anger des Elements dieses entschl¨ usseln. Vor der Durchf¨ uhrung der Entschl¨ usselung
ist in keiner Weise ersichtlich, dass das Element ein Attribut f¨ ur einen anderen Empf¨ anger
beinhaltet. Erst danach besteht f¨ ur den anderen Empf¨ anger die M¨ oglichkeit, das Attribut
zu entschl¨ usseln, wobei wiederum der erste Empf¨ anger keinerlei Einsicht in den Inhalt des
Attributs hat oder um welches Attribut es sich ¨ uberhaupt handeln k¨ onnte.
6.3.3 Unterst¨ utzung von Namensr¨ aumen
Das zweite Beispiel (Aufruf im Prototypen durch examples namespaces) demonstriert
die vollst¨ andige Unterst¨ utzung von Namensr¨ aumen bei der Ver- und Entschl¨ usselung von
XML-Daten. Das Quell-Dokument weist dabei alle M¨ oglichkeiten der Bindung von Na-
mensr¨ aumen an Elemente und Attribute auf, sowie Elemente und Attribute, die keinem
Namensraum zugeordnet sind. Nach der Entschl¨ usselung sind alle Namensr¨ aume erhalten
geblieben, auch die an Attributen.
Dies ist ein in mehrerlei Hinsicht interessantes Beispiel, weil dabei mehrere Probleme zu
Tage treten.
Zun¨ achst st¨ osst man bei der Erstellung des DAS-Dokuments an die umst¨ andliche Behand-
lung von Namensr¨ aumen bei XPath. Denn bei der Formulierung von XPath-Ausdr¨ ucken152 KAPITEL 6. PROTOTYPISCHE IMPLEMENTIERUNG
wird die Bindung an einen Namensraum ¨ uber den Pr¨ aﬁx durchgef¨ uhrt. Aber der Pr¨ aﬁx
kann von jedem Ersteller eines XML-Dokuments frei gew¨ ahlt werden, weil nicht der Pr¨ aﬁx,
sondern nur der daran gebundene Namensraum eindeutig ist. Es kann sogar sein, dass
keine Pr¨ aﬁxe in einem XML-Dokument verwendet werden, wenn stattdessen ein Standard-
Namensraum deﬁniert wird. In den DAS-Dokumenten eigene Pr¨ aﬁxe zu deﬁnieren, die
dann bei den XPath-Ausdr¨ ucken verwendet werden, f¨ uhrt auch nicht zum gew¨ unschten
Ergebnis, weil sie in den zu bearbeitenden Instanzdokumenten unbekannt sind. Denn ein
Pr¨ aﬁx ist immer nur innerhalb des Kontextes eines Dokuments deﬁniert und kann da-
her zur Selektion nicht in fremden Dokumenten herangezogen werden. Also scheidet die
Benutzung von Pr¨ aﬁxen f¨ ur XPath-Ausdr¨ ucke aus, wenn man keinen Einﬂuss auf deren
Verwendung hat.
Als L¨ osung bleibt nur, alle gew¨ unschten Knoten zu selektieren und anschliessend ¨ uber
einen Filter-Ausdruck mit der namespace-uri()-Funktion von XPath die Ergebnismenge
einzuschr¨ anken. Aber auch dies ist nicht so leicht, wie es sein k¨ onnte, denn die Verwendung
eines Jokers (engl. wildcard) ist f¨ ur Pr¨ aﬁxe nicht gestattet. Und wird nur der Name des
Knotens direkt angegeben, so gibt XPath nur Knoten als Ergebnis zur¨ uck, die in keinem
Namensraum liegen. Also m¨ ussen sogar alle Knoten des gew¨ unschten Typs selektiert
werden und zus¨ atzlich zum Namensraum auch die local-name()-Funktion zum Filtern
der gew¨ unschten Knoten verwendet werden.
Ein kleines Beispiel veranschaulicht die obigen Ausf¨ uhrungen. Gegeben ist ein kleines
XML-Dokument:
<?xml version="1.0"?>
<root>
<child xmlns="http://examples.org/ns1">
<e:child xmlns:e="http://examples.org/anotherns">
<inherit/>
<e:inherit/>
</e:child>
</child>
</root>
Der XPath-Ausdruck //inherit gibt eine leere Ergebnismenge zur¨ uck, weil alle inherit-
Elemente in Namensr¨ aumen liegen.
Der Ausdruck //e:inherit scheidet aus den weiter oben genannten Gr¨ unden als L¨ osungs-
m¨ oglichkeit aus. Ausserdem kann man das erste inherit-Element nicht mit einem solcher-
massen aufgebauten Ausdruck selektieren, weil die Bindung an den Namensraum nicht
durch einen Pr¨ aﬁx, sondern durch den (vererbten) Standard-Namensraum des ersten child-
Elements erfolgt.
Leider nicht gestattet ist die Verwendung des Ausdrucks
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elegante L¨ osung darstellen w¨ urde, die auch konsistent mit den Verwendungsm¨ oglichkeiten
von ”*“ an anderen Stellen von XPath-Ausdr¨ ucken w¨ are.
Nur ein vergleichsweise komplexer Ausdruck f¨ uhrt zum Erfolg, wenn das zweite inherit-
Element selektiert werden soll:
//*[local-name()=’inherit’ and namespace-uri()=’http://examples.org/anotherns’]
F¨ ur die n¨ achste Version des XPath-Standards wird dar¨ uber diskutiert, ob nicht Ausdr¨ ucke
in der Form //{http://examples.org/anotherns}:inherit eingef¨ uhrt werden sollen,
wodurch die Verwendung von Pr¨ aﬁxen ¨ uberﬂ¨ ussig w¨ urde. Dies w¨ urde die Verwendung
von XPath bei vorhandenen Namensr¨ aumen deutlich vereinfachen.
Will man das erste inherit-Element aus dem obigen Beispiel selektieren und verwendet da-
zu einen Ausdruck, der ¨ aquivalent zu obigem ist und dort funktionierte
(wie //*[local-name()=’inherit’ and namespace-uri()=’http://examples.org/ns1’]),
st¨ osst man auf ein weiteres Problem. Denn entgegen allen Erwartungen ist die Ergeb-
nismenge leer. Es scheint sich um einen Fehler der verwendeten XPath-Implementierung
von Xalan zu handeln. Es k¨ onnte dabei ein Zusammenhang mit der DOM-Speziﬁkation
zu bestehen, die besagt, dass bei der Abfrage des Namensraums eines Knotens nur dann
ein g¨ ultiger Wert zur¨ uckgeliefert wird, wenn er in diesem Knoten bei dessen Erstellung
explizit angegeben wurde [29, Abschnitt 1.2 – Node]. Das heisst es wird nicht berech-
net, in welchem Namensraum der Knoten liegt. Denn wenn keiner explizit angegeben ist,
heisst das nicht, dass dieser laut der XML Namespace-Speziﬁkation nicht in einem Na-
mensraum liegt (Vererbung von Namensr¨ aumen aus ¨ ubergeordneten Elementen). Da nun
Xalan auf DOM aufsetzt, scheint es zu Problemen zu kommen, wenn ein Knoten weder
einen expliziten Namensraum bei der Erstellung bekommt, noch ¨ uber einen Pr¨ aﬁx die Zu-
geh¨ origkeit zu einem Namensraum erkenntlich ist. Allerdings wurde der Zusammenhang
nicht abschliessend veriﬁziert, weil dazu der Quelltext von Xalan analysiert h¨ atte werden
m¨ ussen.
Als Ergebnis dieser ¨ Uberlegungen bleibt festzuhalten, dass Namensr¨ aume immer ¨ uber
Pr¨ aﬁxe explizit an Elemente gebunden werden sollten, wenn XPath zum Einsatz kommen
soll. Die Verwendung von Standard-Namensr¨ aumen ist dann nicht empfehlenswert und
sollte vermieden werden.
Letztlich tritt in dem Beispiel f¨ ur die Namensr¨ aume auch noch ein Fehler in dem verwen-
deten Serialisierer aus den ”GMD/IPSI XML Utilities“ auf, denn dieser erzeugt bei der
Verwendung von Standard-Namensr¨ aumen im Quell-Dokument bei der Serialisierung ein
zus¨ atzliches und unn¨ otiges xmlns-Attribut, so dass dieses doppelt vorhanden ist. Dies ist
aber laut XML-Speziﬁkation unzul¨ assig, weshalb das verschl¨ usselte Dokument nicht direkt
weiterverarbeitet werden kann, denn der XML-Parser bricht das Einlesen des Dokuments
mit einer Fehlermeldung ab. Nachdem man die unn¨ otigen Dubletten in einem Editor ent-
fernt hat, ist das Entschl¨ usseln ohne Probleme m¨ oglich Allerdings weist dieses Dokument
dann wieder doppelte xmlns-Attribute auf, die vor einer Weiterverarbeitung auch wieder
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Dieser Fehler konnte nicht beseitigt werden, weil die Weiterentwicklung des Serialisierers
seitens der GMD/IPSI eingestellt wurde und dieser nicht im Quelltext vorliegt. Aber er
l¨ asst sich umgehen, indem auf die Verwendung von Standard-Namensr¨ aumen verzichtet
wird und stattdessen explizite Bindungen mittels Pr¨ aﬁxen vorgenommen werden. Wie
weiter oben ausgef¨ uhrt ist diese Vorgehensweise sowieso empfehlenswert.
6.3.4 Beispiel zu Szenario SC1
Das dritte Beispiel (Aufruf im Prototypen durch examples book) lehnt sich am Szenario
aus Abschnitt 3.1.1 an und zeigt die Verschl¨ usselung aller Kapitel eines Buchs bis auf das
erste. Durch die M¨ achtigkeit der XPath-Ausdr¨ ucke erfolgt dabei die Verschl¨ usselung f¨ ur
jede beliebige Anzahl von Kapiteln, so dass der Mechanismus auf jedes Buch angewen-
det werden kann, das entsprechende Auszeichnungen enth¨ alt. Dadurch entf¨ allt jeglicher
Pﬂegeaufwand beim Einstellen neuer B¨ ucher.
Hier zeigt sich aber eine Grenze der vorgestellten Architektur, denn es ist gefordert, dass
f¨ ur jeden Empf¨ anger ein neuer Schl¨ ussel verwendet wird. Welcher Schl¨ ussel zu verwenden
ist, wird aber im DAS-Dokument statisch festgelegt. Um die Anforderung zu erf¨ ullen,
k¨ onnte man vor jedem Aufruf zur Verschl¨ usselung dynamisch ein neues DAS-Dokument
erstellen. Dazu kann entweder jeweils das alte Dokument im Dateisystem ¨ uberschrieben
werden oder es wird auf Anforderung des DPCs durch einen Dienst erzeugt. Zur Kommu-
nikation kann z.B. HTTP eingesetzt werden, da im DPS-Dokument beliebige URLs zur
Adressierung eines DAS-Dokuments vorgesehen sind. Aber auch der letzten L¨ osung sind
Grenzen gesetzt, da die Anforderung an den Dienst nicht parametrisierbar ist, weil sie auf
einem statischen URL im DPS-Dokument beruht.
Eleganter w¨ are eine M¨ oglichkeit zur Parameter¨ ubergabe, so dass man dem DPC beim
Aufruf den gew¨ unschten Schl¨ ussel oder eine Referenz darauf direkt mitgeben k¨ onnte. Der
reicht ihn wiederum an den Verschl¨ usselungs-Prozessor durch.
Daraus wird ersichtlich, dass eine Erweiterung der Architektur um eine generische Funk-
tion zur ¨ Ubergabe von Parametern an Transformations-Prozessoren w¨ unschenswert ist.
Auch eine ¨ Ubergabe von Parametern an den DAP w¨ are sinnvoll, um Annotationen oder
Annotations-Regeln dynamisch an die jeweiligen Erfordernisse anpassen zu k¨ onnen.
6.3.5 Beispiel zu Szenario SC4
Auch das vierte Beispiel (Aufruf im Prototypen durch examples policies), das sich am
Szenario aus Abschnitt 3.1.4 orientiert, zeigt Grenzen der Architektur auf. Hier wird wird
gezeigt, wie in einem verteilten System die Pﬂege der Regeln zur Verschl¨ usselung an ver-
schiedene Verantwortliche delegiert werden kann, so dass diese unabh¨ angig voneinander die
Verschl¨ usselung anhand ihrer Gesch¨ aftsregeln steuern k¨ onnen. Dazu ist zun¨ achst erforder-
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den kann, damit die zu ber¨ ucksichtigenden Regels¨ atze nicht manipuliert werden k¨ onnen.
Weiterhin werden mehrere DAS-Dokumente erstellt, die jeweils wieder nur von dazu au-
torisierten Personen bearbeitet werden d¨ urfen. In jedem DAS-Dokument werden dann
unabh¨ angig Regeln zur Verschl¨ usselung erstellt.
Im Beispiel ist dies zum einen ein DAS-Dokument mit Firmenregeln und zum anderen ein
DAS-Dokument mit Regeln des Personalbereichs. Die Verschl¨ usselung wird dabei anhand
von in den Dokumenten vorhandenen Attributen festgelegt. Das zu verschl¨ usselnde Do-
kument beinhaltet Personaldaten. Es wird in zwei direkt aufeinander folgenden Schritten
verschl¨ usselt. Zuerst ﬁndet die Verschl¨ usselung nach den Firmenregeln statt (die dadurch
priorisiert werden) und dann wird das Ergebnis daraus nochmals anhand der Regeln des
Personalbereichs verschl¨ usselt. Anschliessend k¨ onnen nur noch Besitzer von Schl¨ usseln,
die zum Zugriﬀ laut diesen Regeln berechtigt sind, die jeweils erlaubten Inhalte einsehen.
Nicht vertrauliche Daten wie z.B. Name und Position der Angestellten, k¨ onnen von jedem
eingesehen werden.
Das Problem das hier oﬀensichtlich wird, ist die Koordination der getrennt erstellten Ver-
schl¨ usselungsregeln. Denn im Gegensatz zu anderen Transformationen ist das Ergebnis
einer Verschl¨ usselung nicht transparent f¨ ur weitere Bearbeitungsschritte. Wird zum Bei-
spiel im ersten Schritt anhand einer Regel ein Teil des Dokuments verschl¨ usselt, so k¨ onnen
in einem zweiten Schritt keine Regeln f¨ ur den Inhalt dieses Teils angewendet werden. Auch
eine tempor¨ are Entschl¨ usselung vor dem zweiten Schritt ist keine L¨ osung, da sie die Ver-
schl¨ usselung aus dem ersten Schritt anschliessend wieder herstellen m¨ usste. Neben dem
Problem, dass das System zum Entschl¨ usseln Zugriﬀ auf den (privaten) Schl¨ ussel ben¨ otigen
w¨ urde, ist dies auch mit unn¨ otigen Rechenzeitaufwand verbunden und es gibt zus¨ atzlich
die gleichen Probleme wie sie im n¨ achsten Absatz beschrieben sind. Damit scheidet eine
solche L¨ osung aus.
Eine Alternative stellt die Aggregation aller Verschl¨ usselungsregeln vor der eigentlichen
Verschl¨ usselung dar. Das ist bei Einsatz des DPFs erstmal kein Problem, weil im DPS vor
dem Aufruf eines Transformations-Prozessors eine Liste von DAS-Dokumenten vorgesehen
ist. Nun bekommt man aber wieder Probleme, da es schwierig ist, die Vertraulichkeit in
diesem Fall zu garantieren. F¨ ugt zum Beispiel ein Angreifer, der zur Erstellung von
Regeln berechtigt ist, eine Annotation ein, die besagt, dass jeder relevante Knoten des
Dokument-Baums mit seinem ¨ oﬀentlichen Schl¨ ussel zu verschl¨ usseln ist, so kann er auf alle
Inhalte zugreifen. Ein weiteres Problem ist die Garantie der Verf¨ ugbarkeit unter diesen
Voraussetzungen, denn ein Angreifer kann einfach das Wurzel-Element jedes Dokuments
mit einem nur ihm bekannten Schl¨ ussel verschl¨ usseln lassen und verwehrt dadurch jedem
den Zugriﬀ auf die Inhalte, der nicht im Besitz eines Schl¨ ussels f¨ ur das Wurzel-Element
ist. Erfolgt dies in einem weiteren separaten Verschl¨ usselungsschritt, kann der Angreifer
dadurch sogar jedem ausser sich selbst den Zugriﬀ verwehren, weil in dem Fall nur noch
sein Schl¨ ussel zur Anwendung auf das Wurzel-Element kommt.
Zur L¨ osung des Problems kann die Komponente zur ¨ Uberpr¨ ufung und Durchsetzung von
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in einem verteilten System, in dem m¨ achtige Werkzeuge wie XPath zum Einsatz kommen,
damit alle erdenklichen Angriﬀe abgewehrt werden k¨ onnen. Denn bei der Erstellung der
Komponente muss ja nur ein kleiner Fehler passieren oder ein m¨ oglicher Angriﬀ ¨ ubersehen
worden sein und schon entsteht eine L¨ ucke in der Sicherheit. Andererseits wird man die
Komponente nicht zu rigide gestalten wollen, weil sonst die Gefahr besteht, dass nach jeder
¨ Anderung von Regeln in einem DAS-Dokument, auch die kontrollierende Komponente
angepasst werden muss. Dies widerspricht aber dem Ansatz, ein ﬂexibles und m¨ oglichst
einfach verwaltbares System zu erstellen.
Eine weitere M¨ oglichkeit w¨ are die unabh¨ angige Kontrolle der erzeugten Dokumente nach
der Verschl¨ usselung, die auch als Transformations-Prozessor im DPF verf¨ ugbar gemacht
werden kann. Sie verarbeitet dann die Dokumente als letztes Glied der Kette von Pro-
zessoren und f¨ uhrt einen Integrit¨ atstest durch. Wird der Test erfolgreich abgeschlossen,
wird das Dokument unver¨ andert durchgereicht und ansonsten die R¨ uckgabe an den DPC
unterbunden.
Eine einfache und vollst¨ andige L¨ osung f¨ ur diese Probleme kann es allerdings nicht geben,
denn dazu m¨ ussen der Kontext, in dem die Architektur eingesetzt wird und alle spezi-
ﬁschen Anforderungen ber¨ ucksichtigt werden. Aber das Beispiel zeigt nochmal deutlich,
wie wichtig in einem solchen System eine integrierte Komponente zur Wahrung der Si-
cherheitsregeln ist und wie ﬂexibel die Architektur erweiterbar ist.
6.3.6 Beispiel zu Szenario SC6
Das f¨ unfte und letzte Beispiel (Aufruf im Prototypen durch examples shop) ist in An-
lehnung an das Szenario aus Abschnitt 3.1.6 entstanden. Hier werden einmalig die jeweils
relevanten XML-Dokumente abgedruckt, wobei allerdings die verschl¨ usselten Teile gek¨ urzt
worden sind, da sie zum Verst¨ andnis und der ¨ Ubersicht nicht beitragen.
Ein Kunde schickt seine Bestellung an einen e-Shop. Sie ist in drei Bereiche untergliedert,
die jeweils mit anderen ¨ oﬀentlichen Schl¨ usseln gesch¨ utzt sind. Die gesamte Bestellung wird
zus¨ atzlich mit einem weiteren Schl¨ ussel verschl¨ usselt, so dass keinerlei Informationen ¨ uber
die get¨ atigte Bestellung von Unberechtigten eingesehen werden kann. Insgesamt ergibt
sich dadurch f¨ ur den K¨ aufer eine Anonymit¨ at, die einem Barkauf vergleichbar ist.
Zur Steuerung des Verschl¨ usselungsvorgangs wird vom Kunden folgendes DPS-Dokument
eingesetzt, das sp¨ ater dem DPC zur Verarbeitung ¨ ubergeben wird:
<?xml version = "1.0"?>
<processingline
xmlns = "http://www.darmstadt.gmd.de/2001/04/DocumentProcessingSheet"
xmlns:xsi = "http://www.w3.org/2001/XMLSchema-instance"
xsi:schemaLocation =
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<process>
<annotate ref = "./shop-das.xml"/>
<transform execute = "urn:ipsi-gmd-de:DTP-Encrypt">
<keystore>keystores/keystore-allcerts</keystore>
</transform>
</process>
</processingline>
Es verweist auf ein DAS-Dokument, das im gleichen Verzeichnis wie das DPS-Dokument
liegt. Die Annotationen darin werden vor dem Aufruf des Verschl¨ usselungs-Prozessors vom
DAP an den jeweils selektierten Knoten des Eingabe-Dokuments angebracht. Der zu ver-
wendende Schl¨ usselspeicher keystore-allcerts, der alle ben¨ otigten Schl¨ ussel beinhaltet,
liegt vom DPS-Dokument aus gesehen im Unterverzeichnis keystores.
Das DAS-Dokument beinhaltet folgende Regeln f¨ ur die vorzunehmende Verschl¨ usselung:
<?xml version = "1.0"?>
<das:annotations
xmlns:das = "http://www.darmstadt.gmd.de/2001/04/DocumentAnnotationSheet"
xmlns:xsi = "http://www.w3.org/2001/XMLSchema-instance"
xsi:schemaLocation =
"http://www.darmstadt.gmd.de/2001/04/DocumentAnnotationSheet ../das.xsd">
<enc:Receiver das:match = "//account"
xmlns:enc = "http://www.darmstadt.gmd.de/2001/04/DTP-Encrypt"
xsi:schemaLocation =
"http://www.darmstadt.gmd.de/2001/04/DTP-Encrypt ../dtp-encrypt.xsd">
bank
</enc:Receiver>
<enc:Receiver das:match = "//supplyaddress"
xmlns:enc = "http://www.darmstadt.gmd.de/2001/04/DTP-Encrypt"
xsi:schemaLocation =
"http://www.darmstadt.gmd.de/2001/04/DTP-Encrypt ../dtp-encrypt.xsd">
supplier
</enc:Receiver>
<enc:Receiver das:match = "/order"
xmlns:enc="http://www.darmstadt.gmd.de/2001/04/DTP-Encrypt"
xsi:schemaLocation =
"http://www.darmstadt.gmd.de/2001/04/DTP-Encrypt ../dtp-encrypt.xsd">
e-shop
</enc:Receiver>
<enc:Receiver das:match = "//articles"
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xsi:schemaLocation =
"http://www.darmstadt.gmd.de/2001/04/DTP-Encrypt ../dtp-encrypt.xsd">
seller
</enc:Receiver>
</das:annotations>
Es soll also jedes account-Element mit dem Schl¨ ussel von bank, jedes supplyaddress-
Element mit dem Schl¨ ussel von supplier und jedes articles-Element mit dem Schl¨ ussel
von seller verschl¨ usselt werden. Zudem ist das Wurzel-Element order mit dem Schl¨ ussel
von e-shop zu sch¨ utzen.
Das zu verschl¨ usselnde XML-Dokument mit der Bestellung ist folgendes (die Zeilennum-
mern sind nat¨ urlich nicht Teil des Dokuments):
01 <?xml version="1.0" encoding="UTF-8"?>
02 <order>
03 <articles>
04 <article>
05 <name>WhatIeverWanted</name>
06 <quantity unit="piece">2</quantity>
07 </article>
08 <article>
09 <name>WhatIeverWantedToo</name>
10 <quantity unit="piece">1</quantity>
11 </article>
12 </articles>
13
14 <payerinfo>
15 <bank><name>MyBank</name><id>87654321</id></bank>
16 <account>
17 <name>My Name</name>
18 <number>12345678</number>
19 <amount currency="EUR">56</amount>
20 <tan>89898943</tan>
21 </account>
22 </payerinfo>
23
24 <supplierinfo>
25 <supplier><name>MySupplier</name><id>555-7654</id></supplier>
26 <supplyaddress>
27 <name>My Name</name>
28 <street>Noname Street 65</street>
29 <city>Cityname</city>
30 <zip>65474</zip>
31 </supplyaddress>
32 </supplierinfo>
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Die Zeilen 3 – 12 beschreiben die bestellten Artikel, die mit dem Schl¨ ussel von seller
gesch¨ utzt werden.
In den Zeilen 14 – 22 beﬁnden sich die f¨ ur den Zahlungsverkehr relevanten Daten. Zeile 15
enth¨ alt die nicht weiter verschl¨ usselten Informationen zur Bankverbindung, die notwendig
sind, damit der Verk¨ aufer die Zahlungsanweisung (Zeilen 16 – 21) an die richtige Bank
weiterleiten kann. Alle Daten in der Zahlungsanweisung (Name, Kontonummer, Betrag,
W¨ ahrung und eine Transaktionsnummer zur Legitimierung der Anweisung) werden mit
dem ¨ oﬀentlichen Schl¨ ussel von bank verschl¨ usselt.
Die Zeilen 24 – 32 beinhalten die zur Auslieferung der bestellten Artikel ben¨ otigten Daten.
Dieser Bereich ist ¨ aquivalent zu dem f¨ ur den Zahlungsverkehr aufgebaut und beinhaltet
eine Kennung des gew¨ unschten Lieferanten (Zeile 25) und die Lieferadresse (Zeilen 26
– 31), die wiederum nur vom gew¨ unschten Empf¨ anger – in dem Fall vom Lieferanten –
eingesehen werden kann, da dessen Schl¨ ussel (supplier)zur Verschl¨ usselung benutzt wird.
Der gesamte Inhalt der Bestellung (Zeilen 2 – 33) wird abschliessend (d.h. inklusive seiner
verschl¨ usselten Teile) nochmal mit dem Schl¨ ussel e-shop verschl¨ usselt. Hier greift also
wieder die hierarchische Verschl¨ usselung von XML-Daten.
Das Ergebnis der Verschl¨ usselung des obigen Dokuments anhand der davor gezeigten DPS-
und DAS-Dokumente sieht wie folgt aus:
<?xml version = "1.0" encoding = "UTF-8"?>
<enc:EncryptedData
xmlns:enc = "http://www.darmstadt.gmd.de/2001/04/xmlenc"
Type = "Element">
<enc:EncryptedKey>
<enc:Receiver>
<enc:KeyInfo>
<enc:KeyName>e-shop</enc:KeyName>
</enc:KeyInfo>
<enc:CipherData>
<enc:EnryptionMethod
Ref = "http://www.darmstadt.gmd.de/2001/04/xmlenc#rsa-pkcs1_5"/>
<enc:CipherText>JRu9L..................aFLU7lRE=</enc:CipherText>
</enc:CipherData>
</enc:Receiver>
</enc:EncryptedKey>
<enc:CipherData>
<enc:EnryptionMethod
Ref="http://www.darmstadt.gmd.de/2001/04/xmlenc#desede-cbc-pkcs5">
<enc:IV>9ckT79SOrrA=</enc:IV>
</enc:EnryptionMethod>
<enc:CipherText>gVOYh...................tZcRoolfs=</enc:CipherText>
</enc:CipherData>
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Es besteht aus einem einzigen EncryptedData-Element, dessen EncryptedKey einen sym-
metrischen Sitzungsschl¨ ussel f¨ ur den Empf¨ anger mit dem privaten Schl¨ ussel e-shop be-
stimmt ist. Das CipherData-Element beinhaltet ein mit dem Sitzungsschl¨ ussel verschl¨ us-
seltes Element und einen Initialisierungsvektor, der beim Entschl¨ usseln zu benutzen ist.
Nun wird das obige Dokument sukzessive entschl¨ usselt. Auf den Abdruck des daf¨ ur jeweils
eingesetzten DPS-Dokuments wird verzichtet, weil sie ¨ aquivalent zu dem bereits f¨ ur die
Verschl¨ usselung vorgestellten sind.
Wird das Dokument unter Einsatz des Schl¨ ussel von e-shop entschl¨ usselt, kommt folgendes
Ergebnis heraus:
<?xml version = "1.0" encoding = "UTF-8"?>
<order>
<enc:EncryptedData
xmlns:enc = "http://www.darmstadt.gmd.de/2001/04/xmlenc"
Type="Element">
<enc:EncryptedKey>
<enc:Receiver>
<enc:KeyInfo>
<enc:KeyName>seller</enc:KeyName>
</enc:KeyInfo>
<enc:CipherData>
<enc:EnryptionMethod
Ref = "http://www.darmstadt.gmd.de/2001/04/xmlenc#rsa-pkcs1_5"/>
<enc:CipherText>tO9s5...................pL4nhxg=</enc:CipherText>
</enc:CipherData>
</enc:Receiver>
</enc:EncryptedKey>
<enc:CipherData>
<enc:EnryptionMethod
Ref = "http://www.darmstadt.gmd.de/2001/04/xmlenc#desede-cbc-pkcs5">
<enc:IV>T3sox4gcRBc=</enc:IV>
</enc:EnryptionMethod>
<enc:CipherText>FzK52.................YUIJsjtLNpWmab</enc:CipherText>
</enc:CipherData>
</enc:EncryptedData>
<payerinfo>
<bank>
<name>MyBank</name>
<id>87654321</id>
</bank>
<enc:EncryptedData
xmlns:enc="http://www.darmstadt.gmd.de/2001/04/xmlenc"
Type="Element">
<enc:EncryptedKey>
<enc:Receiver>
<enc:KeyInfo>
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</enc:KeyInfo>
<enc:CipherData>
<enc:EnryptionMethod
Ref = "http://www.darmstadt.gmd.de/2001/04/xmlenc#rsa-pkcs1_5"/>
<enc:CipherText>lx8ke...............OWWPyn4iSh0=</enc:CipherText>
</enc:CipherData>
</enc:Receiver>
</enc:EncryptedKey>
<enc:CipherData>
<enc:EnryptionMethod
Ref = "http://www.darmstadt.gmd.de/2001/04/xmlenc#desede-cbc-pkcs5">
<enc:IV>RJeKRXwOeqc=</enc:IV>
</enc:EnryptionMethod>
<enc:CipherText>oRApf...............I3eJ0cYlRurZ4A+N</enc:CipherText>
</enc:CipherData>
</enc:EncryptedData>
</payerinfo>
<supplierinfo>
<supplier>
<name>MySupplier</name>
<id>555-7654</id>
</supplier>
<enc:EncryptedData
xmlns:enc="http://www.darmstadt.gmd.de/2001/04/xmlenc"
Type="Element">
<enc:EncryptedKey>
<enc:Receiver>
<enc:KeyInfo>
<enc:KeyName>supplier</enc:KeyName>
</enc:KeyInfo>
<enc:CipherData>
<enc:EnryptionMethod
Ref="http://www.darmstadt.gmd.de/2001/04/xmlenc#rsa-pkcs1_5"/>
<enc:CipherText>BDPYz........lTZXH6gB0hQVgRbE=</enc:CipherText>
</enc:CipherData>
</enc:Receiver>
</enc:EncryptedKey>
<enc:CipherData>
<enc:EnryptionMethod
Ref = "http://www.darmstadt.gmd.de/2001/04/xmlenc#desede-cbc-pkcs5">
<enc:IV>yb15mGZE/JE=</enc:IV>
</enc:EnryptionMethod>
<enc:CipherText>J9pNt..................8gcr9ho5J+D4=</enc:CipherText>
</enc:CipherData>
</enc:EncryptedData>
</supplierinfo>
</order>162 KAPITEL 6. PROTOTYPISCHE IMPLEMENTIERUNG
Der erste Block besteht aus einem EncryptedData-Element, das mit dem privaten Schl¨ ussel
von seller entschl¨ usselt werden kann. Es beinhaltet das verschl¨ usselte articles-Element
(Zeilen 3 – 12 der unverschl¨ usselten Bestellung – s.o.).
Danach kommt das Segment f¨ ur den Zahlungsverkehr, der die Bankverbindung im Klartext
enth¨ alt und die verschl¨ usselte Zahlungsanweisung f¨ ur die Bank.
Den Abschluss macht das Segment mit der Lieferanweisung. Es enth¨ alt den zu beauftra-
genden Lieferanten im Klartext und die verschl¨ ussselte Lieferadresse.
Nun entschl¨ usselt der Verk¨ aufer den Bereich mit den gew¨ unschten Artikeln und sendet die
Zahlungsanweisung an die im Dokument adressierte Bank. Wenn diese die Ausf¨ uhrung der
Zahlung best¨ atigt hat, l¨ asst der Verk¨ aufer die Ware vom Lieferanten abholen, der dann
die Lieferadresse entschl¨ usselt und die Ware zustellt.
Es werden jetzt nicht mehr die Ergebnisse aller Schritte gezeigt, weil sie keine weiteren Ein-
sichten vermitteln k¨ onnen. Exemplarisch wird die Entschl¨ usselung der Zahlungsanweisung
durch die Bank gezeigt.
W¨ urde das gesamte Dokument aus dem letzten Schritt zur Bank gesendet und entschl¨ usselt
es diese mit ihrem Schl¨ ussel, so kommt folgendes Ergebnis heraus:
<?xml version = "1.0" encoding = "UTF-8"?>
<order>
<enc:EncryptedData
xmlns:enc = "http://www.darmstadt.gmd.de/2001/04/xmlenc"
Type="Element">
<enc:EncryptedKey>
<enc:Receiver>
<enc:KeyInfo>
<enc:KeyName>seller</enc:KeyName>
</enc:KeyInfo>
<enc:CipherData>
<enc:EnryptionMethod
Ref = "http://www.darmstadt.gmd.de/2001/04/xmlenc#rsa-pkcs1_5"/>
<enc:CipherText>tO9s5...................pL4nhxg=</enc:CipherText>
</enc:CipherData>
</enc:Receiver>
</enc:EncryptedKey>
<enc:CipherData>
<enc:EnryptionMethod
Ref = "http://www.darmstadt.gmd.de/2001/04/xmlenc#desede-cbc-pkcs5">
<enc:IV>T3sox4gcRBc=</enc:IV>
</enc:EnryptionMethod>
<enc:CipherText>FzK52.................YUIJsjtLNpWmab</enc:CipherText>
</enc:CipherData>
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<payerinfo>
<bank>
<name>MyBank</name>
<id>87654321</id>
</bank>
<account>
<name>My Name</name>
<number>12345678</number>
<amount currency="EUR">56</amount>
<tan>89898943</tan>
</account>
</payerinfo>
<supplierinfo>
<supplier>
<name>MySupplier</name>
<id>555-7654</id>
</supplier>
<enc:EncryptedData
xmlns:enc="http://www.darmstadt.gmd.de/2001/04/xmlenc"
Type="Element">
<enc:EncryptedKey>
<enc:Receiver>
<enc:KeyInfo>
<enc:KeyName>supplier</enc:KeyName>
</enc:KeyInfo>
<enc:CipherData>
<enc:EnryptionMethod
Ref="http://www.darmstadt.gmd.de/2001/04/xmlenc#rsa-pkcs1_5"/>
<enc:CipherText>BDPYz........lTZXH6gB0hQVgRbE=</enc:CipherText>
</enc:CipherData>
</enc:Receiver>
</enc:EncryptedKey>
<enc:CipherData>
<enc:EnryptionMethod
Ref = "http://www.darmstadt.gmd.de/2001/04/xmlenc#desede-cbc-pkcs5">
<enc:IV>yb15mGZE/JE=</enc:IV>
</enc:EnryptionMethod>
<enc:CipherText>J9pNt..................8gcr9ho5J+D4=</enc:CipherText>
</enc:CipherData>
</enc:EncryptedData>
</supplierinfo>
</order>
Wie zu erwarten, liegt der Inhalt der Zahlungsanweisung nun im Klartext vor und kann
bearbeitet werden. Die Bereiche der Bestellung, die nicht f¨ ur die Bank relevant sind, also
Artikel und Lieferant, sind unver¨ andert verschl¨ usselt geblieben. Selbstverst¨ andlich w¨ urde
man an die Bank normalerweise nicht die gesamte Bestellung weiterleiten, sondern nur
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Dieses Beispiel zeigt auch die Verwendbarkeit der Architektur f¨ ur einfache Prozessabl¨ aufe.
Komplexere Prozesse wie sie in Szenario 3.1.3 beschrieben werden, kann man nicht so
einfach abbilden. Dazu ben¨ otigt man zus¨ atzlich eine Infrastruktur, die Schl¨ ussel auf
Anforderung generiert und verteilt, wobei der Zeitpunkt des Abrufs festgehalten wird.
Selbstverst¨ andlich muss dabei auch jeweils die Berechtigung zum Abruf eines Schl¨ ussels
festgestellt werden. Dies kann auf Basis der in Abschnitt 4.4 vorgestellten Dienste realisiert
werden.
6.4 Bewertung der eingesetzten XML-Technologien
Abschliessend erfolgt eine Bewertung der in dieser Arbeit verwendeten XML-Technologien,
wobei auch die Probleme, die im Laufe dieses und des letzten Kapitels dargelegt wurden,
nochmals an dieser Stelle zusammgefasst sind.
XML und die sich darum rankenden Speziﬁkationen bilden ein komplexes Geﬂecht von
Beziehungen und Abh¨ angigkeiten. Dadurch wird die Handhabung dieser Technologien
ebenfalls zu einer komplexen Aufgabe.
Zudem werden die Standards immer komplexer. Zum Teil kann man dies auch an der
Anzahl der Seiten der Speziﬁkationen ablesen. So umfasst die eigentliche Speziﬁkation
von XML [17] ungef¨ ahr 40 Seiten und XML Namespaces [22] ca. 12 Seiten. DOM2-Core
[29] bringt es dagegen schon auf 108 Seiten. XML Schema [26, 27, 28] d¨ urfte zur Zeit der
absolute Spitzenreiter sein mit insgesamt ca. 430 Seiten, die sich ¨ uber drei Teile erstrecken.
Trotz des st¨ andigen Anwachsens mancher Speziﬁkationen, fehlen immer wieder Funktio-
nen, die oft ben¨ otigt werden. Ein Beispiel f¨ ur das DOM ist vor allem die Serialisierung
von DOM-B¨ aumen. Zudem gehen bei der ¨ Uberf¨ uhrung eines XML-Dokuments in einen
DOM-Dokumenten-Baum wichtige Informationen des Ursprungsdokuments verloren, wie
die dort verwendete Zeichenkodierung oder die Basis-URI.
Insbesondere sind die Speziﬁkationen zum Teil aber schlecht aufeinander abgestimmt,
wie man oben bei der Verwendung von XPath mit Namensr¨ aumen gesehen hat. Weitere
Beispiele aus XPath im Zusammenhang mit dem DOM sind die Behandlung von Entit¨ aten-
Referenzen und CDATA-Sektionen (vergl. Abschnitt 5.2.2). XPath deﬁniert auch, dass
dort Elemente die V¨ ater ihrer Attribute sind (aber Attribute nicht Kinder ihrer Elemente...
– also sowas wie eine Einbahnstrassen-Verwandschaft), wohingegen im DOM Attribute
¨ uberhaupt nicht in der Baumstruktur auftauchen. Auch die Deﬁnition von Text-Knoten
ist anders, weil XPath fordert, dass aufeinanderfolgender Text immer innerhalb eines
Text-Knotens zusammenzufassen ist und keine leeren Text-Knoten existieren d¨ urfen. Bei
DOM selbst f¨ allt vor allem die unvollst¨ andige Unterst¨ utzung von Namensr¨ aumen auf,
denn es besteht keine M¨ oglichkeit, alle in einem Knoten des Baums g¨ ultigen (also inkl.
der vererbten) Namensr¨ aume abzufragen. Diese M¨ oglichkeit bietet aber wiederum XPath.
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Dar¨ uber hinaus bieten weder DOM noch InfoSet M¨ oglichkeiten zur Modellierung n¨ utzli-
cher Meta-Daten, wie zum Beispiel die Quelle oder Adresse eines XML-Dokuments.
Bei der Verwendung und der Implementierung dieser komplexen Technologien, die in ver-
schiedenster Weise aufeinander aufbauen, entstehen fast zwangsweise viele Fehlerquellen.
Zudem ist es nahezu unm¨ oglich, alle Kombinationsm¨ oglichkeiten und Abh¨ angigkeiten zu
¨ uberblicken oder gar zu testen.
So ist es nur allzu verst¨ andlich, dass gerade beim Einsatz sonst nicht so intensiv genutzter
Technologien (wie XPath mit Namensr¨ aumen) oder relativ neuen und umfangreichen (wie
XML Schema) Fehler auftauchen:
Bei Xerces ist die Serialisierung von DOM-Teilb¨ aumen mit Namensr¨ aumen problematisch.
Ausserdem erlaubt der Validierer keine relativen URIs in XML-Dokumenten, wenn der
Datentyp anyURI in einem XML Schema benutzt wird. Ein weiteres Problem besteht bei
der Verwendung relativer URLs zur Adressierung von Schemas aus einem anderen Schema
heraus, weil daf¨ ur nicht die Basis-URI des referenzierenden Schemas verwendet wird.
Bei Xalan gibt es ebenfalls Probleme bei der Serialisierung von DOM-Teilb¨ aumen. Aus-
serdem arbeitet die XPath-Implementierung bei der Auswertung von Ausdr¨ ucken nicht
wie erwartet, wenn Standard-Namensr¨ aume verwendet werden.
Insgesamt sollte man also beim Einsatz von XML-Technologien deren Verwendbarkeit ge-
nau pr¨ ufen. Der Teufel steckt dabei h¨ auﬁg im Detail und eine saubere L¨ osung ist – im
Hinblick auf ein produktiv einsetzbares System – nicht immer m¨ oglich. Zum Beispiel
zieht die Verwendung absoluter URLs, die einige der oben erw¨ ahnten Probleme l¨ ost, einen
erh¨ ohten Pﬂege- und Administrationsaufwand nach sich. Andere Probleml¨ osungen, wie
der Verzicht auf Standard-Namensr¨ aumen zu Gunsten der Verwendung von Pr¨ aﬁxen, brin-
gen zwar keine gr¨ osseren Nachteile mit sich, wenn dies von Anfang an befolgt wird: Muss
aber im Nachhinein eine gr¨ ossere Menge von XML-Dokumenten dahingehend umgestellt
werden, so ist dies wieder problematisch. Daher ist beim Einsatz von XML-Technologien
in komplexeren Systemen f¨ ur deren erfolgreiche Anwendung eine gute Kenntnis der rele-
vanten Standards, ihrer Implementierungen und deren M¨ angel notwendig. Die Grundidee,
dass XML relativ einfach zu erlernen und anzuwenden sein sollte, ist inzwischen nur noch
verschwommen erkennbar.
Auf Basis des implementierten Prototypen und der damit durchgef¨ uhrten Experimen-
te kann nun eine Bewertung der erstellten Architektur und der Speziﬁkation zur Ver-
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Zusammenfassung und Ausblick
7.1 Zusammenfassung
Im Rahmen dieser Arbeit ist auf Basis einer sorgf¨ altigen Pr¨ ufung existierender Literatur
zu kryptograﬁschen Verfahren und sowohl einer Analyse bestehender Ans¨ atze zur Ver-
schl¨ usselung von XML-Dokumenten, als auch unter Nutzung bestehender Standards f¨ ur
XML-Technologien, eine Architektur zur ﬂexiblen Verschl¨ usselung von XML-Daten erstellt
worden.
Ausgehend von Einsatz-Szenarien wurden dazu Anforderungen an das gew¨ unschte System
deﬁniert. Anhand dieser Anforderungen wurde systematisch eine vollst¨ andige Speziﬁkati-
on zur Verschl¨ usselung von XML-Daten hergeleitet.
Weiterhin ist eine erweiterbare und generische Architektur zur Verarbeitung von XML-
Daten speziﬁziert worden. Auf dieser aufbauend, wurde eine Architektur f¨ ur die ﬂexible
Ver- und Entschl¨ usselung von XML-Daten erstellt.
Diese Architekturen und ihre Komponenten sind generisch, wobei f¨ ur die prototypische
Realisierung exemplarisch eine konkrete Auswahl dieser Komponenten implementiert wur-
de. F¨ ur die Verschl¨ usselung wurde dazu auf die zuvor erstellte Speziﬁkation zur¨ uckgegriﬀen
und deren relevante Teile implementiert.
Anschliessend wurden Experimente durchgef¨ uhrt, die einen Eindruck von der Leistungs-
f¨ ahigkeit der Architektur gegeben haben.
Insgesamt haben sich die Erwartungen an die Architektur mehr als erf¨ ullt. Stehen Trans-
formationen als verwendbare Klassen bereit, die auf dem DOM operieren, so ist es leicht
m¨ oglich, diese in das DPF einzubetten, wie z.B. beim Verschl¨ usselungs-Prozessor gesche-
hen. Damit ist eine sehr gute Erweiterbarkeit gegeben.
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Da die Arbeitsweise eines Transformations-Prozessors sowohl direkt durch ¨ ubergebene
Argumente aus dem DPS als auch durch die Verwendung von Annotationen gesteuert
werden kann, kann die Verarbeitung von Dokumenten sehr ﬂexibel und auch feingranular
erfolgen. Die M¨ oglichkeit, Annotationen aus mehreren DAS-Dokumenten zu aggregieren,
erlaubt eine verteilte Pﬂege dieser Dokumente.
Mit der M¨ oglichkeit, mehrere Prozessoren direkt nacheinander eine Eingabe bearbeiten zu
lassen, wird die Flexibilit¨ at nochmals gesteigert. Denn wenn die Prozessoren als Kompo-
nenten zur Verf¨ ugung stehen, k¨ onnen diese stets aufs Neue kombiniert werden.
Vor allem der Ansatz, dass alle zur Verarbeitung und Steuerung relevanten Daten in
Form deklarativer Beschreibungen erfolgen, die den Bed¨ urfnissen jedes Prozessors an-
gepasst sind, macht das System zu einem m¨ achtigen Instrument. Zudem werden da-
durch keine tiefergehenden Programmierkenntnisse ben¨ otigt. So entf¨ allt auch die Not-
wendigkeit, ¨ Anderungen des gew¨ unschten Transformations-Ergebnisses durch ¨ Anderungen
im Quelltext des erzeugenden Programms vorzunehmen. Dadurch sind insgesamt den
M¨ oglichkeiten zur Verarbeitung von XML-Dokumenten kaum Grenzen gesetzt. Notwen-
dige Anpassungen bleiben zumeist auf eine oder wenige Komponenten beschr¨ ankt, was
¨ Anderungen leichter erm¨ oglicht. Dabei hat sich wieder einmal der ﬂexible und trotzdem
m¨ achtige Ansatz der Kette von Werkzeugen (Chain of Tools) bew¨ ahrt.
Auch die Speziﬁkation zur Verschl¨ usselung von XML-Daten konnte alle Erwartungen
erf¨ ullen. Alle eingangs gestellten Anforderungen sind damit ausnahmslos darstellbar. Ins-
besondere betriﬀt dies die partielle und feingranulare Verschl¨ usselung von XML-Daten,
sowie die hierarchische und damit einhergehende Super-Verschl¨ usselung.
R¨ uckblickend kann gesagt werden, dass das wissenschaftliche Fundament in Form von
kryptograﬁschen Grundlagen zwar sehr gut ist, aber die darauf aufbauenden h¨ oherwertigen
Dienste und Architekturen aus wissenschaftlicher Sicht bisher kaum Beachtung gefunden
haben.
So wird zwar die Verschl¨ usselung von ganzen Daten-Objekten zwischen zwei Empf¨ angern
gut beherrscht, aber eine feingranulare Verschl¨ usselung, bei der Daten an grosse dynami-
sche Empf¨ angergruppen in oﬀenen Systemen vertraulich ¨ ubermittelt werden, hat bisher
keine Beachtung gefunden. In der vorliegenden Arbeit werden diese Probleme adressiert,
wobei aber nicht f¨ ur alle eine abschliessende L¨ osung pr¨ asentiert werden konnte, da dies
den Rahmen der Arbeit gesprengt h¨ atte.
Vielleicht ist es gerade die fehlende wissenschaftliche Durchdringung, die es so schwierig
macht, geeignete Standards f¨ ur die Verschl¨ usselung von XML-Dokumenten zu etablieren.
Denn wenn man betrachtet, wie lange schon beim W3C ¨ uber die Verschl¨ usselung disku-
tiert und daran gearbeitet wird, so kann es einen nur verwundern, dass nicht greifbarere
Ergebnisse vorliegen.
Ende Juli, also kurz vor Abschluss der vorliegenden Arbeit, ist bei Recherchen noch ein
wissenschaftlich fundierteres Papier aufgetaucht, das auf einer Konferenz im Juni dieses7.2. AUSBLICK 169
Jahres vorgestellt wurde. Es beschreibt eine Document Security Language (DSL), die auf
XSLT beruht und eine Architektur zur Verschl¨ usselung von XML-Dokumenten [85]. Da
die N¨ ahe zu dieser Arbeit gross ist, soll sie hier noch kurz vergleichend betrachtet wer-
den. Die dort beschriebene Architektur und die Sprache bietet auch die Verschl¨ usselung
auf feingranularer Ebene. Aber sie ist nicht erweiterbar und kennt auch kein generisches
Meta-Daten-Konzept, so dass sie hinter den Ergebnissen der vorliegenden Arbeit deutlich
zur¨ uckf¨ allt. Zudem beruht sie auf der vorne schon im Zusammenhang mit der Verwen-
dung von XSLT kritisierten Arbeit in [48]. Sie tr¨ agt dazu im Bereich der Verschl¨ usselung
nicht viel Neues bei. Allerdings weist sie einige interessante Ans¨ atze im Bereich der In-
frastrukturen auf [85, Abschnitt 3.2]. Um diese k¨ onnte die hier vorgestellte Architektur
der Verschl¨ usselungs-Prozessoren erg¨ anzt werden, denn dieses Gebiet wurde in der Arbeit
ausgespart.
7.2 Ausblick
Die Ergebnisse dieser Arbeit k¨ onnen auf breiter Front weiterentwickelt werden. Zudem
zeichnen sich dabei einige Gebiete ab, auf denen echte Forschungsarbeit geleistet werden
kann.
Zun¨ achst k¨ onnte die Speziﬁkation zur Verschl¨ usselung noch an ein paar Stellen erweitert
werden. Vor allem die Verwendung modernerer kryptograﬁscher Verfahren ist w¨ unschens-
wert und auch problemlos m¨ oglich, wenn sie zur Verf¨ ugung stehen werden. Ob sich dies
aber noch lohnen wird, wenn das W3C seinen Standard verabschiedet hat, l¨ asst sich nicht
absch¨ atzen, weil dort noch einige ¨ Anderungen zu erwarten sind. Vielleicht wird es daher
interessanter sein, die W3C-Speziﬁkation in Form eines Transformations-Prozessors zu
implementieren.
Weiterhin bieten sich etliche funktionale-, sowie die Architektur betreﬀende Erweiterungen
zur Verarbeitung von XML-Daten an.
Bei den Experimenten mit dem Prototypen hat sich ein Schwachpunkt in seiner Imple-
mentierung gezeigt (s. Abschnitt 6.3.1). Es muss n¨ amlich f¨ ur jeden zu verarbeitenden
DOM-Dokumenten-Baum das DPF neu aufgerufen werden, womit jedesmal eine neue In-
itialisierungsphase einhergeht. Um die Performanz des Systems zu verbessern, sollten an
dieser Stelle Erweiterungen vorgenommen werden, so dass ein einmal gestarteter DPC als
eine Art Dienst permanent zur Verf¨ ugung stehen kann.
In diesem Zusammenhang sollte eine zus¨ atzlichen Komponente in die Architektur eingef¨ ugt
werden, die einen oder mehrere Assoziations-Mechanismen zwischen XML-Dokumenten
und den dazu relevanten DPS-Dokumenten zur Verf¨ ugung stellt. Ein solcher Mecha-
nismus ist zur Zeit nicht Teil der Architektur, so dass auf Applikationsebene entschieden
werden muss, anhand welches DPS-Dokuments ein Eingabe-Dokument verarbeitet werden
soll. Diese Komponente k¨ onnte dann nach aussen als Dienst fungieren, der Dokumente
entgegennimmt und diese automatisch in geeigneter Art und Weise transformiert.170 KAPITEL 7. ZUSAMMENFASSUNG UND AUSBLICK
Weiterhin w¨ are die Erweiterung um einen Mechanismus zur Parameter¨ ubergabe an DPS-
und/oder DAS-Dokumente interessant, wie in Abschnitt 6.3.4 bereits gezeigt. Dabei muss
der DPC Parameter entgegennehmen k¨ onnen und diese an die Prozessoren verteilen. Man
k¨ onnte auch einen Schritt weiter gehen und den Prozessoren die R¨ uckgabe von Werten
erlauben. Weitere Prozessoren k¨ onnten dann abh¨ angig von den R¨ uckgabewerten aufge-
rufen werden (if/then/else). Damit st¨ unde eine einfache Sprache zur Flusskontrolle zur
Verf¨ ugung. Diese k¨ onnte ¨ uber die Einf¨ uhrung von Variablen, Operationen und Schleifen
zu einer eigenen Programmiersprache zur Manipulation von XML-Daten heranwachsen.
Ebenfalls sehr interessant w¨ are die Erstellung eines Werkzeugs mit einer graﬁschen Be-
nutzeroberﬂ¨ ache zur Erstellung und Pﬂege von DPS- und DAS-Dokumenten.
Bei dem implementierten Verschl¨ usselungs-Prozessor sind die Unter-Komponenten zur
Einhaltung von Sicherheits-Richtlinien und zur Optimierung ohne Funktion. F¨ ur diese
Komponenten k¨ onnte eine Implementierung erfolgen, wobei vor allem die Einhaltung von
Sicherheitsregeln interessante Fragen aufwerfen d¨ urfte, insbesondere wenn dabei Annota-
tionen aus verteilten Quellen ber¨ ucksichtigt werden m¨ ussen. Anspruchsvolle Forschung
l¨ asst sich in diesem Zusammenhang durchf¨ uhren, wenn diese Komponente zur Durchset-
zung von Zugriﬀsrechten eingesetzt werden soll, wie in Abschnitt 5.3.2.1 beschrieben.
Bei dem implementierten Transformations-Prozessor zur Entschl¨ usselung k¨ onnte man als
Erweiterung die Auswertung von Annotationen einbringen, so dass auf Seite des Empf¨ anger
die Einhaltung deﬁnierter Regeln automatisiert ¨ uberpr¨ uft werden kann. Zum Beispiel
k¨ onnten die Daten vor und/oder nach der Entschl¨ usselung auf die Verwendung speziﬁ-
scher Signaturen gepr¨ uft werden.
Ein anderes interessantes Forschungsgebiet tut sich in Zusammenhang mit den XML Si-
gnaturen auf. Diese mit der Verschl¨ usselung auf feingranularer Ebene zu kombinieren,
ist nicht ganz trivial, wie auch die Diskussionen in der Arbeitsgruppe des W3Cs zur Ver-
schl¨ usselungs-Speziﬁkation zeigen. Neben kryptograﬁsch relevanten Problemen sind dabei
vor allem solche auf der Ebene der Semantik von Signaturen zu l¨ osen. Ein einfaches Basis-
Verfahren zur Verbindung der Signaturen mit der Verschl¨ usselung wurde in Abschnitt 4.3
vorgestellt. Allerdings stellen sich in diesem Zusammenhang noch weitere Fragen, die sich
auf der Ebene der Prozessoren darin wiederspiegeln, was die geeignete Massnahme zur
Integration in die Architektur ist.So k¨ onnte ein eigenst¨ andiger Transformations-Prozessor
zur Erstellung oder Veriﬁkation von Signaturen erstellt werden. Aber nach einer ersten
Betrachtung spricht auch einiges daf¨ ur, beide Verfahren in einem einzigen Prozessor zu-
sammenzufassen, so dass er XML-Daten vor deren Verschl¨ usselung direkt signieren kann.
Zudem k¨ onnten die Konzepte der Unter-Komponenten zur Einhaltung von Sicherheits-
Richtlinien und des Optimierers auf Signaturen ¨ ubertragen werden.
Als wissenschaftlich noch anspruchsvoller d¨ urfte sich die Erforschung von Verfahren zur
Unterst¨ utzung grosser dynamischer Empf¨ angergruppen erweisen. Die in Abschnitt 4.4
vorgestellten Methoden m¨ ussten zun¨ achst auf ihre Verwendbarkeit und Umsetzbarkeit
untersucht werden. Eventuell k¨ onnen hierbei sogar besser geeignete kryptograﬁsche Ver-
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vorgestellten Methoden als tragf¨ ahig erweisen, m¨ usste dazu ein sicheres und eﬃzientes
Kommunikationsprotokoll entwickelt werden.
Zudem gibt es bis heute kein etabliertes Verfahren, das das automatisierte Auﬃnden des
¨ oﬀentlichen Schl¨ ussel eines Empf¨ angers in oﬀenen Systemen erlaubt (s. Abschnitt 2.1.1).
Auch diesem Forschungsgebiet k¨ onnte man sich zuwenden.
Wie an anderer Stelle schon erw¨ ahnt, ist diese Arbeit im Rahmen eines EU-Projektes
entstanden. In diesem werden grosse Mengen von XML-Daten in Datenbanken verwal-
tet. Durch die Ergebnisse dieser Arbeit wird beabsichtigt, das Szenario zum Handeln im
Auftrag (s. Abschnitt 3.1.5) umzusetzen. Dabei ergeben sich interessante Fragen im Zu-
sammenhang mit dem Abfrage-Prozessor, der die Zul¨ assigkeit von Abfragen garantieren
k¨ onnen muss. Dort ist ebenfalls einiges an Forschungsarbeit zu erwarten.172 KAPITEL 7. ZUSAMMENFASSUNG UND AUSBLICKGlossar
DAP Document Annotation Processor (Annotations-Prozessor) – Basiskomponente zur
Annotation von Meta-Daten zu XML-Daten.
DAS Document Annotation Sheet – Ein XML-Dokument mit einer speziﬁschen Gramma-
tik, das Meta-Daten (Annotationen) enth¨ alt und von einem DAP verarbeitet wird.
DPC Document Processing Controller – Steuerungs-Komponente, die die Annotation
und Transformation von XML-Daten steuert.
DPS Document Processing Sheet – Ein XML-Dokument mit einer speziﬁschen Gramma-
tik, das eine Sequenz von durchzuf¨ uhrenden Verarbeitungsschritten f¨ ur ein XML-
Dokument enth¨ alt und von einem DPC verarbeitet wird.
DPF Document Processing Framework – Generische und erweiterbare Architektur zur
ﬂexiblen Verarbeitung von XML-Daten. Beinhaltet DPC, DAP und DTP als Basis-
komponenten.
DTP Document Transformation Processor (Transformations-Prozessor) – Abstrakte Be-
schreibung einer Komponente zur Transformation von XML-Daten.
DTP-Decrypt Entschl¨ usselungs-Prozessor – Eine konkrete Auspr¨ agung eines DTPs zur
Entschl¨ usselung von XML-Daten.
DTP-Encrypt Verschl¨ usselungs-Prozessor – Eine konkrete Auspr¨ agung eines DTPs zur
Verschl¨ usselung von XML-Daten.
IETF Internet Engineering Task Force – Oﬀene Dachorganisation zur Entwicklung und
Standardisierung von Internet-Technologien.
Homepage unter http://www.ietf.org/
Keystore s. unter ”Schl¨ usselspeicher“
Schl¨ usselspeicher Ein abgesicherter Speicher f¨ ur jede Art von kryptograﬁschen Schl¨ us-
selinformationen: private Schl¨ ussel, ¨ oﬀentliche Schl¨ ussel, Zertiﬁkate (inkl. der darin
enthaltenen ¨ oﬀentlichen Schl¨ ussel) und geheime (symmetrische) Schl¨ ussel.
W3C World Wide Web Consortium – Oﬀene Dachorganisation zur Entwicklung und
Standardisierung von Web- und XML-speziﬁschen Technologien. Homepage unter
http://www.w3.org/
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XML Schemas
Hier sind noch einmal alle XML Schemas aus den Kapiteln 5 und 6 vollst¨ andig und zu-
sammenh¨ angend aufgef¨ uhrt.
Erl¨ auterungen zu Aufbau und Verwendung der einzelnen Schemas, sowie eine graﬁsche
Darstellung der Schemas ﬁnden sich jeweils am angegebenen Ort.
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A.1 DPS
Dieses Schema kann von der Implementierung eines DPCs (s. Abschnitte 5.2.2 und 6.2.5)
verwendet werden, um Instanzen von DPS-Dokumenten zu validieren (s. Abschnitt 5.2.3).
Dateiname: dps.xsd
<?xml version = "1.0" encoding = "UTF-8"?>
<!-- Conforms to w3c http://www.w3.org/2001/XMLSchema -->
<xsd:schema xmlns =
"http://www.darmstadt.gmd.de/2001/04/DocumentProcessingSheet"
targetNamespace = "http://www.darmstadt.gmd.de/2001/04/DocumentProcessingSheet"
xmlns:xsd = "http://www.w3.org/2001/XMLSchema"
elementFormDefault = "unqualified"
attributeFormDefault = "unqualified">
<xsd:element name = "processingline">
<xsd:complexType>
<xsd:sequence maxOccurs = "unbounded">
<xsd:element ref = "process"/>
</xsd:sequence>
</xsd:complexType>
</xsd:element>
<xsd:element name = "process">
<xsd:complexType>
<xsd:sequence>
<xsd:element ref = "annotate" minOccurs = "0" maxOccurs = "unbounded"/>
<xsd:element ref = "transform"/>
</xsd:sequence>
</xsd:complexType>
</xsd:element>
<xsd:element name = "annotate">
<xsd:complexType>
<xsd:attribute name = "ref" use = "required" type = "xsd:anyURI"/>
</xsd:complexType>
</xsd:element>
<xsd:element name = "transform">
<xsd:complexType>
<xsd:sequence minOccurs = "0" maxOccurs = "unbounded">
<xsd:any namespace = "##any" processContents = "lax"/>
</xsd:sequence>
<xsd:attribute name = "execute" use = "required" type = "xsd:anyURI"/>
</xsd:complexType>
</xsd:element>
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A.2 DAS
Dieses Schema kann von der Implementierung eines DAPs (s. Abschnitte 5.2.4 und 6.2.5)
verwendet werden, um Instanzen von DAS-Dokumenten zu validieren (s. Abschnitt 5.2.5).
Zudem wird hier das Attribut das:match zur Importierung in andere Schemas zur Verf¨ u-
gung gestellt (s. auch Abschnitt 6.2.6 und als Beispiel das Schema im Anhang A.3).
Dateiname: das.xsd
<?xml version = "1.0" encoding = "UTF-8"?>
<!-- Conforms to w3c http://www.w3.org/2001/XMLSchema -->
<xsd:schema xmlns = "http://www.darmstadt.gmd.de/2001/04/DocumentAnnotationSheet"
targetNamespace = "http://www.darmstadt.gmd.de/2001/04/DocumentAnnotationSheet"
xmlns:xsd = "http://www.w3.org/2001/XMLSchema"
elementFormDefault = "unqualified"
attributeFormDefault = "unqualified">
<xsd:attribute name = "match" type = "xsd:string"/>
<xsd:element name = "annotations">
<xsd:complexType>
<xsd:sequence maxOccurs = "unbounded">
<xsd:any namespace = "##any" processContents = "lax"/>
</xsd:sequence>
</xsd:complexType>
</xsd:element>
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A.3 DTP-Encrypt
Dieses Schema deﬁniert die Eingabe-Sprache der prototypischen Implementierung des Ver-
schl¨ usselungsprozessors (DTP-Enrcypt – s. Abschnitte 5.3.2 und 6.2.6). Es kann von der
Implementierung eines DAPs (s. Abschnitt 5.2.4) verwendet werden, um Instanzen von
DAS-Dokumenten zu validieren (s. Abschnitt 5.2.5), die Annotationen f¨ ur diesen Ver-
schl¨ usselungs-Prozessor beinhalten.
Dateiname: dtp-encrypt.xsd
<?xml version = "1.0" encoding = "UTF-8"?>
<!-- Conforms to w3c http://www.w3.org/2001/XMLSchema -->
<xsd:schema xmlns = "http://www.darmstadt.gmd.de/2001/04/DTP-Encrypt"
targetNamespace = "http://www.darmstadt.gmd.de/2001/04/DTP-Encrypt"
xmlns:das = "http://www.darmstadt.gmd.de/2001/04/DocumentAnnotationSheet"
xmlns:xsd = "http://www.w3.org/2001/XMLSchema"
elementFormDefault = "qualified"
attributeFormDefault = "qualified">
<xsd:import
namespace = "http://www.darmstadt.gmd.de/2001/04/DocumentAnnotationSheet"
schemaLocation = "das.xsd"/>
<xsd:element name = "Receiver">
<xsd:complexType>
<xsd:simpleContent>
<xsd:extension base = "xsd:string">
<xsd:attribute ref = "das:match" use = "required"/>
</xsd:extension>
</xsd:simpleContent>
</xsd:complexType>
</xsd:element>
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A.4 XML-Enc
Dieses Schema deﬁniert die g¨ ultige Grammatik f¨ ur verschl¨ usselte XML-Daten nach der in
Abschnitt 4.2 vorgestellten Speziﬁkation. Erl¨ auterungen sind zum Teil als Kommentare
direkt im Schema enthalten. Weitere Einzelheiten ﬁnden sich in Abschnitt 4.2.1.
Dateiname: xml-enc.xsd
<?xml version = "1.0" encoding = "UTF-8"?>
<!-- Conforms to w3c http://www.w3.org/2001/XMLSchema -->
<schema xmlns = "http://www.w3.org/2001/XMLSchema"
targetNamespace = "http://www.darmstadt.gmd.de/2001/04/xmlenc"
xmlns:enc = "http://www.darmstadt.gmd.de/2001/04/xmlenc"
xmlns:ds = "http://www.w3.org/2000/09/xmldsig#"
version = ""
elementFormDefault = "qualified"
attributeFormDefault = "qualified">
<import namespace = "http://www.w3.org/2000/09/xmldsig#"
schemaLocation = "xmldsig-core-schema.xsd"/>
<!-- <import namespace = "http://www.w3.org/2000/09/xmldsig#"
schemaLocation =
"http://www.w3.org/TR/2001/CR-xmldsig-core-20010419/xmldsig-core-schema.xsd"/>
-->
<!-- CipherData is a container for encrypted data of any kind.
This includes serialized XML and symmetric session keys.
All meta data needed (by the crypto algorithms) to decrypt
the contained ciphertext is also included here.
-->
<element name = "CipherData">
<complexType>
<sequence>
<!-- Before data is encrypted it can be transformed multiple times.
This is an ordered list of these transformations used, where the
first in this list was used first and then the next, up to the last
before encryption.
All transformations used here must be completely invertible and must
be executed in the REVERSE order before decryption!
Note that no transformations have been defined here yet.
It’s a placeholder so that transformation can be easily added
and recognized by others.
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<element name = "Transforms" minOccurs = "0">
<complexType>
<sequence>
<element name = "Transform" maxOccurs = "unbounded">
<complexType>
<sequence>
<any namespace = "##other" processContents = "lax"
maxOccurs = "unbounded"/>
</sequence>
<attribute name = "Ref" use = "required" type = "anyURI"/>
</complexType>
</element>
</sequence>
</complexType>
</element>
<element name = "EncryptionMethod">
<complexType>
<choice>
<!-- The IV element MUST be used,
if the used crypto algorithm is DES-ede!
-->
<element name = "IV" type = "base64Binary" minOccurs = "0"/>
</choice>
<attribute name = "Ref" use = "required">
<simpleType>
<restriction base = "anyURI">
<enumeration
value =
"http://www.darmstadt.gmd.de/2001/04/xmlenc#rsa-pkcs1_5"/>
<enumeration
value =
"http://www.darmstadt.gmd.de/2001/04/xmlenc#desede-cbc-pkcs5"/>
</restriction>
</simpleType>
</attribute>
</complexType>
</element>
<element name = "CipherText" type = "base64Binary"/>
</sequence>
</complexType>
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<!-- An EncryptedKey is used for key transport purposes.
This means that if a symmetric session key is used to encrypt the
confidential content of an EncryptedData element, this session key
is then wrapped with a public key for every single receiver of this
EncryptedData element. Every receiver can then retrieve the session
key needed from the list of wrapped keys.
All meta data needed to retrieve the right key for any receiver is
also included.
Note that CipherData elements that are childs of an EncryptedKey
allways contain an encrypted session key, that is encrypted with
an asymmetric cipher.
Another important thing to note is, that an EncryptedKey element
may stay alone (this means not as a child of an EncryptedData element)
inside a XML document. It is even possible to have a document that
contains only multiple EncryptedKey elements under a root element
that allows any content as it’s childs. In both cases the
EncryptedKey MUST include an ID, so that it can be addressed!
Of course the ID is also needed, if the EncryptedKey is a
child of an EncryptedData element and is addressed from inside other
EncryptedData elements (reuse of the session key).
-->
<element name = "EncryptedKey">
<complexType>
<sequence>
<element name = "Receiver" maxOccurs = "unbounded">
<complexType>
<sequence>
<!-- ds:KeyInfo is reused from the W3C’s XML Signature spec.
It is used here to (indirectly) address receivers’ keys,
so that every recipient can easily figure out which
(private) key he must use to decrypt.
If the KeyInfo element is omitted, then it’s up to the
receiver to find the right key.
-->
<element ref = "ds:KeyInfo" minOccurs = "0"/>
<element ref = "enc:CipherData"/>
</sequence>
</complexType>
</element>
</sequence>
<attribute name = "ID" type = "ID"/>
</complexType>
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<!-- EncryptedData contains the encrypted XML data.
Note that the CipherData element that is the child of an EncryptedData
element allways contains encrypted XML data that has been encrypted with
a symmetric secret key (shared key or session key).
If the root element of a XML document is encrypted, the resulting
EncryptedData element must become the new root element. In this case
it’s not possible to have any EncryptedKey elements at another location
inside this document (of course it’s possible here to link to EncryptedKey
elements at locations outside of this document).
-->
<element name = "EncryptedData">
<complexType>
<sequence>
<sequence minOccurs = "0">
<choice>
<!-- A KeyInfo element can occur only in two cases:
1) CipherData is encrypted with a shared symmetric secret key.
This is usefull if data is distributed often to a large
group of receivers. KeyInfo then addresses the secret key
(eg. via KeyName).
2) KeyInfo links to an EncryptedKey (this means to a wrapped
symmetric session key) at another location by using the
ds:RetrievalMethod element (see below for a defined type that
must be used then).
Note that in every other case an EncryptedKey has to be used.
If both elements are omitted, it’s up to the receiver to find
the right key.
-->
<element ref = "ds:KeyInfo"/>
<element ref = "enc:EncryptedKey"/>
</choice>
</sequence>
<element ref = "enc:CipherData"/>
</sequence>
<attribute name = "Type" use = "required">
<simpleType>
<restriction base = "CDATA">
<enumeration value = "Element"/>
<enumeration value = "Attribute"/>
<enumeration value = "Text"/>
</restriction>
</simpleType>
</attribute>
</complexType>
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<!-- Define a "Type" for the ds:RetrievalMethod element
to link to EncryptedKey elements contained at another location.
Note that this other location may be in the same XML document as
the ds:RetrievalMethod element.
This is needed if you want to reuse session keys for different
EncryptedData elements or if you want to distribute the
session keys out of band.
The usage of this definition can’t be enforced by this XML Schema!
This means it’s up to the crypto applications to use this type.
The validation of the XML parser won’t help here.
<attribute name = "Type" type = "anyURI" use = "required"
fixed="http://www.darmstadt.gmd.de/2001/04/xmlenc#EncryptedKey"/>
-->
</schema>