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Tato pra´ce se zaby´va´ problematikou prˇenosu trojrozmeˇrny´ch dat po s´ıti a jejich na´sledny´m
vykreslen´ım. Du˚raz je kladen na efektivitu prˇenosu, cozˇ je zajiˇsteˇno implementac´ı vlastn´ıho
komunikacˇn´ıho protokolu funguj´ıc´ıho nad protokolem UDP a adaptac´ı technologie static-
ke´ho Level of Detail pro potˇreby prˇenosu. Pro vykreslen´ı prˇenesene´ geometrie je navrhnut
trivia´ln´ı graficky´ engine. Za´veˇrem jsou prezentova´ny testy efektivity vy´sledne´ho protokolu.
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Abstract
This thesis is oriented on problematics of streaming 3D geometrics over network. Main
importance is seen in efectivity of streaming, for what there is presented special protocol,
working over protocol UDP, and adaptation of Level of Detail. For visualization of trans-
mitted geometry trivial graphical engine is developed. In the end there are presented results
of tests, oriented on protocol’s efectivness
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Tato pra´ce je zameˇrˇena na efektivn´ı prˇenos geometrie trojrozmeˇrne´ sce´ny po s´ıti mezi dveˇma
subjekty s vyuzˇit´ım beˇzˇny´ch s´ıt’ovy´ch prostˇredk˚u jako jsou naprˇ´ıklad ty poskytovane´ s´ıteˇmi
Ethernet a Internet. Efektivnost prˇenosu je zajiˇsteˇna nejenom specia´lneˇ navrzˇeny´m pro-
tokolem, ale take´ vyuzˇit´ım technologie Level of Detail. Nutno podotknout, zˇe tato technolo-
gie je zpravidla pouzˇita pro sn´ızˇen´ı na´rocˇnosti dynamicky´ch sce´n, cozˇ je v mı´rne´m rozporu
s c´ılem te´to pra´ce, kde je hlavn´ı d˚uraz kladen na rychlost prˇenesen´ı geometrie sce´ny a to
i na u´kor graficke´ho vzhledu. Vedlejˇs´ım zameˇrˇen´ım te´to pra´ce je vytvorˇen´ı primitivn´ıho




Dnesˇn´ı doba je pevneˇ spjata s na´stupem komunikacˇn´ıch technologi´ı a jen zrˇ´ıdka si dnes
beˇzˇny´ cˇloveˇk prˇedstav´ı pocˇ´ıtacˇ, jenzˇ nen´ı prˇipojen k s´ıti Internet nebo alesponˇ k neˇjake´
loka´ln´ı s´ıti. Obdobneˇ, jak docha´z´ı k na´r˚ustu propojenosti jednotlivy´ch pocˇ´ıtacˇ˚u, je kladen
sta´le veˇtˇs´ı a veˇtˇs´ı d˚uraz na graficky´ vzhled aplikac´ı a jejich realisticˇnost. Tato pra´ce se
zaby´va´ kombinac´ı teˇchto dvou dnes velmi popula´rn´ıch te´mat a prˇenosem geometrie troj-
rozmeˇrne´ sce´ny po s´ıti.
Co si pod t´ımto pomeˇrneˇ abstraktn´ım na´zvem v˚ubec prˇedstavit? Jak v´ıme, data potˇrebna´
i pro jednoduchou trojrozmeˇrnou sce´nu jsou znacˇneˇ objemna´ a slozˇiteˇjˇs´ı projekty mus´ı
pouzˇ´ıt r˚uzne´ technologie, jenzˇ zajist´ı plynulost jejich zpracova´n´ı i v ra´mci jednoho pocˇ´ıtacˇe.
Tento proble´m se pote´ zvysˇuje, je-li potˇreba zobrazovana´ data z´ıska´vat z jine´ho pocˇ´ıtacˇe,
obzvla´sˇt’ pokud nejsou propojeny spolehlivou homogenn´ı s´ıt´ı. Tato pra´ce se zameˇrˇuje pra´veˇ
na rˇesˇen´ı tohoto proble´mu.
Kapitola tˇret´ı se veˇnuje popisu sta´vaj´ıc´ıch technologi´ı, jejichzˇ pouzˇit´ı jsem prˇi na´vrhu
syste´mu studoval a zvazˇoval. Jsou zde strucˇneˇ popsa´ny s odkazy na prˇ´ıpadny´ detailneˇjˇs´ı
popis, jsou vyzdvihnuty jejich vy´hody a zmı´neˇny nevy´hody.
Cˇtvrta´ kapitola je veˇnova´na popisu na´vrhu projektu. Kapitola zminˇuje, ktere´ z drˇ´ıve
popsany´ch technologi´ı jsou v programu pouzˇity, jaky´ch prostˇredk˚u bude pouzˇito prˇi imple-
mentaci. Jsou take´ vybra´ny extern´ı knihovny, jenzˇ poskytnou potˇrebny´ za´klad pro prˇ´ıstup
k jednotlivy´m komponenta´m pocˇ´ıtacˇe.
Kapitola pa´ta´ popisuje rozdeˇlen´ı programu do jednotlivy´ch na sobeˇ v´ıce cˇi me´neˇ ne-
za´visly´ch modul˚u a prˇina´sˇ´ı take´ rˇesˇen´ı konkre´tn´ıch proble´mu˚, na ktere´ jsem v pr˚ubeˇhu
implementace na´vrhu narazil.
V kapitole sˇeste´ je provedeno oveˇrˇen´ı funkcˇnosti vy´sledne´ho syste´mu, zjiˇsteˇno na jaky´ch
podmı´nka´ch je za´visla´ rychlost prˇenosu dat a jake´ je nastaven´ı zajiˇst’uj´ıc´ı maxima´ln´ı rychlost
prˇenosu.
V posledn´ı kapitole je nejprve uveden zp˚usob pouzˇit´ı programu a nastaven´ı parametr˚u.





Tato kapitola popisuje sta´vaj´ıc´ı pouzˇ´ıvane´ technologie pro vykreslova´n´ı graficky´ch model˚u,
jejich reprezentaci v pameˇti pocˇ´ıtacˇe a mozˇnosti prˇenosu prˇes s´ıt’.
3.1 Mozˇnosti prˇ´ıstupu ke graficke´mu rozhran´ı pro vykreslo-
va´n´ı 3D model˚u
V soucˇasne´ dobeˇ nejsou pokrocˇile´ knihovny zprostˇredkova´vaj´ıc´ı prˇ´ıstup ke graficke´mu sub-
syste´mu pocˇ´ıtacˇe omezeny pouze na komercˇn´ı software. Existuje velka´ rˇada knihoven a gra-
ficky´ch engin˚u uvolneˇna´ k volne´mu pouzˇit´ı, prˇ´ıpadneˇ vyv´ıjena´ jako svobodny´ a otevrˇeny´
software. Mezi nejzna´meˇjˇs´ımi mu˚zˇeme jmenovat naprˇ´ıklad OpenInventor vyvinuty´ firmou
SGI, prˇ´ıpadneˇ komunitneˇ vyv´ıjeny´ projekt OGRE. At’ uzˇ se vsˇak jedna´ o komercˇn´ı, volneˇ
sˇiˇritelny´ nebo otevrˇeny´ software, vsˇechny tyto knihovny a graficke´ enginy pouzˇ´ıvaj´ı jeden ze
dvou standard˚u pro prˇ´ıstup ke graficke´ karteˇ pocˇ´ıtacˇe OpenGl cˇi DirectX firmy Microsoft.
Graficke´ rozhran´ı DirectX firmy Microsoft je pevneˇ sva´za´no s jej´ımi operacˇn´ımi syste´my
Windows. Prˇedevsˇ´ım d´ıky velke´mu rozsˇ´ıˇren´ı tohoto operacˇn´ıho syste´mu se stala podpora
DirectX kl´ıcˇovou u vsˇech vy´robc˚u graficky´ch karet i prˇesto, zˇe standard OpenGl jizˇ neˇjakou
dobu existoval. V soucˇasne´ dobeˇ je posledn´ı verze DirectX 10 podporova´na pouze na
operacˇn´ım syste´mu Windows Vista a starsˇ´ı verze Windows se mus´ı spokojit s DirectX
ve verzi 9.
Standard OpenGl byl vytvorˇen firmou Silicon Graphics a dnes je spravova´n a da´le
vyv´ıjen neziskovy´m konzorciem Kronos Group Inc. Ve sve´ posledn´ı verzi 3.0 je srovnatelny´
s graficky´m rozhran´ım DirectX 10 firmy Microsoft. Na rozd´ıl od DirectX nen´ı rozhran´ı
standardu OpenGl nijak va´za´no na operacˇn´ı syste´m cˇi vy´robce pocˇ´ıtacˇe. Jedinou podmı´nkou
je vytvorˇen´ı funguj´ıc´ıho ovladacˇe pro toto rozhran´ı.
Hlavn´ı vy´hodou pouzˇit´ı neˇktere´ z knihoven oproti standardu OpenGl cˇi DirectX je
vysˇsˇ´ı u´rovenˇ abstrakce kterou poskytuj´ı. Prˇi vy´voji trojrozmeˇrny´ch her jizˇ programa´tor
nemus´ı programovat funkce pro nacˇ´ıta´n´ı model˚u, obra´zk˚u ani programovat ko´d pro obsluhu
kamery. Neˇkdy je knihovnou poskytnut i jednoduchy´ kolizn´ı syste´m. Dalˇs´ı vy´hodou jsou
cˇasta´ doplneˇn´ı standard˚u dalˇs´ımi funkcemi, ktere´ umozˇnˇuj´ı realisticˇteˇjˇs´ı vykreslen´ı sce´ny.
Prˇ´ıkladem v tomto prˇ´ıpadeˇ mu˚zˇe by´t implementace podpory raytracingu (pouzˇ´ıvany´ prˇi
zrcadlen´ı) nebo cˇa´sticovy´ch syste´mu˚ (rea´lneˇ vypadaj´ıc´ı simulace ohneˇ). Mezi knihovnami
vyv´ıjeny´mi v podobeˇ otevrˇene´ho softwaru je pomeˇrneˇ cˇasta´ podpora obou vy´sˇe zmı´neˇny´ch
standard˚u, a tak mu˚zˇe vy´sledny´ produkt nejen fungovat na v´ıce nezˇ jednom operacˇn´ım
syste´mu, ale mu˚zˇe na operacˇn´ım syste´mu Windows pouzˇ´ıt DirectX, na Unixu OpenGl a na
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syste´mu bez 3D graficke´ karty softwarove´ renderova´n´ı (naprˇ´ıklad na mobiln´ıch zarˇ´ızen´ıch).
Na druhou stranu prˇina´sˇ´ı tato snaha o poskytnut´ı komplexn´ıho rˇesˇen´ı i mnoho proble´mu˚.
Cˇasto docha´z´ı k situac´ım, kdy potˇreby vytva´rˇene´ho programu nejsou totozˇne´ s prˇ´ıstupem,
jaky´ je pouzˇit v konkre´tn´ı knihovneˇ a programa´tor tak mus´ı pouzˇ´ıt postupy, ktere´ vedou
ke zpomalen´ı vy´sledne´ho programu a znesnadnˇuj´ı mu pra´ci. Knihovny vytva´rˇene´ v podobeˇ
operacˇn´ıho syste´mu zase neby´vaj´ı vzˇdy kompletn´ı, prˇ´ıpadneˇ pouzˇ´ıvaj´ı u neˇktery´ch prvk˚u
knihovny prˇ´ıliˇs velke´ zjednodusˇen´ı. Cˇasto se tedy tv˚urci dane´ho projektu mohou rozhodnout
pro pouzˇit´ı samotne´ho OpenGl cˇi DirectX a naprogramovat si vlastn´ı engine sami prˇ´ımo
pro potˇreby dane´ho projektu.
Vzhledem k tomu, zˇe standard OpenGl poskytuje prostˇredky pro zobrazova´n´ı dvouroz-
meˇrne´ a tˇr´ırozmeˇrne´ grafiky, je nutno toto rozhran´ı doplnit o pouzˇit´ı jine´ knihovny pro
vytvorˇen´ı okna a zachyta´va´n´ı vstup˚u aplikace. V praxi je zpravidla pouzˇito bud’ rozhran´ı
pouzˇ´ıvane´ho okenn´ıho manazˇeru jako je rozhran´ı X serveru, GTK pro okenn´ı manazˇer
GNOME cˇi QT okenn´ıho manazˇeru KDE, nebo neˇktere´ ze specializovany´ch knihoven jako
je pro pouzˇit´ı s OpenGl urcˇeny´ GLUT, cˇi knihovna pro tvorbu dvourozmeˇrny´ch her SDL.
3.2 Reprezentace modelu v pameˇti pocˇ´ıtacˇe
Pro zobrazen´ı jednoho modelu objektu rea´lne´ho sveˇta je potˇreba vykreslit zpravidla neˇkolik
set primitiv - jednoduchy´ch dvourozmeˇrny´ch n-u´heln´ık˚u, ze ktery´ch je model slozˇen. Je
tedy potˇreba uchova´vat v pameˇti pocˇ´ıtacˇe pozice jednotlivy´ch vrchol˚u a jejich serˇazen´ı do
n-u´heln´ık˚u. To jizˇ samo o sobeˇ prˇina´sˇ´ı nezanedbatelnou pameˇt’ovou na´rocˇnost. Vezmeme-li
v u´vahu, zˇe pro kazˇdy´ z teˇchto vrchol˚u je tˇreba uchova´vat hodnoty norma´love´ho vektoru
a koordina´ty pro nava´za´n´ı textury, je jasne´, zˇe kazˇdy´ slozˇiteˇjˇs´ı rea´lneˇ vypadaj´ıc´ı model,
mu˚zˇe obsahovat i neˇkolik megabajt˚u dat. To cˇasto zp˚usobuje proble´my i prˇi vykreslova´n´ı
na pocˇ´ıtacˇi, o prˇenosu prˇes s´ıt’ove´ zarˇ´ızen´ı ani nemluveˇ.
Jedn´ım z rˇesˇen´ı, jak velikost prˇena´sˇeny´ch cˇi vykreslovany´ch model˚u zmensˇit, je pouzˇit´ı
technologie Level of Detail (u´rovenˇ pohledu). Toto rˇesˇen´ı vycha´z´ı z faktu, zˇe ne vsˇechny ob-
jekty, ktere´ se ve sce´neˇ nacha´z´ı, je tˇreba vykreslovat v plne´ kvaliteˇ. Mnozˇstv´ı objekt˚u,
nacha´zej´ıc´ıch se ve veˇtˇs´ıch vzda´lenostech od kamery, zab´ıra´ po vy´sledne´m renderova´n´ı
pouze malou cˇa´st obrazu a je mozˇne´ je nahradit me´neˇ kvalitn´ım modelem, prˇ´ıpadneˇ pouze
dvourozmeˇrnou na´hradou. Metoda nahrazova´n´ı slozˇity´ch model˚u jejich jednodusˇsˇ´ımi vari-
antami je nazy´va´na Level of Detail, zkra´ceneˇ LoD. Na´sleduj´ıc´ı tˇri sekce jsem si dovolil volneˇ
prˇelozˇit a pro potˇreby tohoto dokumentu upravit z knihy [2]
3.2.1 Staticke´ (diskre´tn´ı) LoD
Diskre´tn´ı prˇ´ıstup k LoD byl navrhnut Clarkem v roce 1976 a je dodnes bez modifikace
pouzˇ´ıva´n v graficky´ch syste´mech. Tento prˇ´ıstup vytva´rˇ´ı neˇkolik verz´ı kazˇde´ho modelu jesˇteˇ
prˇed spusˇteˇn´ım aplikace. V pr˚ubeˇhu vykona´va´n´ı aplikace si vykreslovac´ı syste´m vyb´ıra´ nej-
vhodneˇjˇs´ı z verz´ı modelu, kterou pouzˇije. Vzhledem k tomu, zˇe jsou verze vytvorˇeny jesˇteˇ
prˇed beˇhem aplikace, nelze urcˇit pod jaky´m u´hlem bude objekt pozorova´n. Model je tedy
zjednodusˇen rovnomeˇrneˇ v cele´ sve´ plosˇe. Diskre´tn´ı LoD je oznacˇova´no jako na pohledu
neza´visle´. Tento prˇ´ıstup ma´ mnoho vy´hod. Fakt, zˇe je zjednodusˇen´ı modelu neza´visle´ na
vykreslova´n´ı, cˇin´ı tuto metodu jednoduchou pro implementaci. Vzhledem k tomu, zˇe jedno-
tlive´ verze model˚u jsou vytva´rˇeny jesˇteˇ prˇed beˇhem aplikace, mohou vy´voja´rˇi prˇizp˚usobit
tyto modely prˇ´ımo potˇreba´m programu. Na obra´zku 3.1 mu˚zˇete videˇt model koule zobrazeny´
ve tˇrech kvalita´ch, ktere´ obsahuj´ı po rˇadeˇ zleva 20, 80 a 320 stran.
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Obra´zek 3.1: Model koule v neˇkolika kvalita´ch vhodny´ pro diskre´tn´ı LoD
3.2.2 Dynamicke´ (spojite´) LoD
Spojite´ LoD na rozd´ıl od staticke´ho, vytva´rˇ´ı jednu datovou strukturu, ktera´ za beˇhu aplikace
vytva´rˇ´ı model v pozˇadovane´ kvaliteˇ. Nejveˇtˇs´ı vy´hodou tohoto prˇ´ıstupu je veˇtˇs´ı mnozˇstv´ı
kvalit model˚u. Vzhledem k tomu, zˇe je model v dane´ kvaliteˇ vytva´rˇen beˇhem vykreslova´n´ı,
je mozˇne´ tento model vytvorˇit prˇesneˇ v potˇrebne´ kvaliteˇ. Takto je pouzˇito prˇesneˇ tolik
n-u´heln´ık˚u, kolik je potˇreba a oproti diskre´tn´ımu prˇ´ıstupu tak docha´z´ı k u´sporˇe pameˇti
pocˇ´ıtacˇe. Dynamicke´ LoD tedy oproti staticke´mu lepe vyuzˇ´ıva´ pameˇt’ pocˇ´ıtacˇe. Dynamicke´
Lod nav´ıc podporuje mozˇnost serializace, je proto vhodneˇjˇs´ı pro prˇenos velky´ch model˚u po
s´ıti nebo jejich nacˇ´ıta´n´ı z disku.
3.2.3 Na pohledu za´visle´ LoD
Na pohledu za´visle´ LoD (View-dependent LoD) rozsˇiˇruje spojity´ prˇ´ıstup k LoD. Prˇi ge-
nerova´n´ı model˚u v potˇrebne´ kvaliteˇ bere v potaz i u´hel, pod ktery´m uzˇivatel objekt po-
zoruje. Tento prˇ´ıstup umozˇnˇuje cˇa´sti slozˇity´ch objekt˚u, na ktere´ se pozorovatel d´ıva´ prˇ´ımo,
vykreslovat ve veˇtˇs´ı kvaliteˇ nezˇ ty, na ktere´ se pozorovatel d´ıva´ pod velky´m u´hlem. Tento
prˇ´ıstup poskytuje jesˇteˇ veˇtˇs´ı prˇesnost v kvaliteˇ vykreslovane´ho modelu a tak jesˇteˇ veˇtˇs´ı
u´sporu pameˇti pocˇ´ıtacˇe.
3.3 Ulozˇen´ı modelu v souboru PLY
Tuto sekci jsem prˇelozˇil a upravil ze stra´nek Paula Bourkeho [1]. Forma´t PLY v anglicke´m
jazyce nazy´vany´ Polygon File Format (polygona´ln´ı souborovy´ forma´t) nebo take´ Stanford
Triangle Format (Standfordsky´ troju´heln´ıkovy´ forma´t) je jednoduchy´ forma´t pro ulozˇen´ı
trojrozmeˇrny´ch model˚u popsany´ch posloupnost´ı polygon˚u. Tento forma´t byl vyvinut na
Standfordske´ univerziteˇ a jeho nejveˇtˇs´ı vy´hoda tkv´ı hlavneˇ v jednoduchosti a u´cˇelnosti.
3.3.1 Popis forma´tu
Soubor PLY je slozˇen z hlavicˇky, popisuj´ıc´ı zp˚usob ulozˇen´ı dat, seznamu vrchol˚u (ver-
texes) nacha´zej´ıc´ıch se v modelu a seznamu stran (faces) spojuj´ıc´ıch jednotlive´ vrcholy do




(lists of other elements)
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Hlavicˇka je posloupnost koncem rˇa´dku ukoncˇovany´ch prˇ´ıkaz˚u, ktere´ popisuj´ı zbytek
souboru. Hlavicˇka obsahuje informaci o typech jednotlivy´ch element˚u, vcˇetneˇ jejich jme´na
a pocˇtu v modelu a da´le seznam vlastnost´ı asociovany´ch s t´ımto elementem. Hlavicˇka take´
popisuje v jake´m ko´dova´n´ı jsou hodnoty ulozˇeny.
Nı´zˇe mu˚zˇete videˇt prˇ´ıklad souboru obsahuj´ıc´ıho model krychle. Bina´rn´ı verze tohoto
souboru by namı´sto oznacˇen´ı ascii obsahovala bud’ binary_little_endian cˇi
binary_big_endian. Komenta´rˇe ve slozˇeny´ch za´vorka´ch nejsou soucˇa´st´ı souboru, pouze
prˇidane´ pozna´mky tohoto prˇ´ıkladu. Rˇa´dne´ komenta´rˇe jsou jednotlive´ rˇa´dky zacˇ´ınaj´ıc´ı slovem
comment.
ply
format ascii 1.0 { ascii cˇi bina´rnı´ format a~cˇı´slo verze }
comment made by Greg Turk { prˇı´klad komenta´rˇe }
comment this file is a~cube
element vertex 8 { definuje element vrchol s~osmi za´znamy }
property float x { koordina´t na ose x }
property float y { na ose y }
property float z~{ a~na ose z~}
element face 6 { soubor obsahuje 6 definicı´ stran }
property list uchar int vertex_index
{ vertex_indicies je definova´no jako seznam cˇı´sel vrcholu˚ }
end_header { ukoncˇuje hlavicˇku }








4 0 1 2 3 { zacˇa´tek seznamu stran }
4 7 6 5 4
4 0 4 5 1
4 1 5 6 2
4 2 6 7 3
4 3 7 4 0
Tento prˇ´ıklad demonstruje za´klad soubor˚u ply. Za povsˇimnut´ı stoj´ı, zˇe soubor vzˇdy
zacˇ´ına´ rˇa´dkem obsahuj´ıc´ı slovo ply, ktery´ slouzˇ´ı prˇedevsˇ´ım pro snadnou identifikaci souboru
jako modelu ve forma´tu ply. Po tomto oznacˇen´ı typu souboru je uveden rˇa´dek s definova´n´ım
forma´tu a jeho verz´ı.
Na´sledneˇ je uvedena definice element˚u a jejich vlastnost´ı, kde porˇad´ı za´pisu element˚u









Kazˇda´ vlastnost je uvozena slovem property, za n´ımzˇ na´sleduje jej´ı typ a na´zev. Typy
vlastnost´ı jsou vzˇdy skala´rn´ı s vy´jimkou slozˇene´ho typu seznam. Velikost jednotlivy´ch typ˚u
s popisem mu˚zˇete videˇt v tabulce 3.1.
name type number of bytes
char character 1
uchar unsigned character 1
short short integer 2
ushort unsigned short integer 2
int integer 4
uint unsigned integer 4
float single-precision float 4
double double-precision float 8
Tabulka 3.1: Typy vlastnost´ı v souboru ply
Specia´ln´ım typem je typ seznam, ktery´ je vzˇdy uvozen slovem list, za n´ımzˇ na´sleduje
typ pouzˇity´ pro ulozˇen´ı pocˇtu prvk˚u seznamu a azˇ na druhe´m mı´steˇ je typ teˇchto prvk˚u.
Konec hlavicˇky je uvozen pomoc´ı kl´ıcˇove´ho slova end_header na samostatne´m rˇa´dku,
po neˇmzˇ na´sleduj´ı prˇ´ımo hodnoty prvn´ıho z element˚u.
3.4 Prˇenos model˚u prˇes s´ıt’
Prˇi prˇenosu modelu prˇes s´ıt’ je tento model nejprve nutne´ serializovat, tj. prˇeve´st model
z datove´ reprezentace na proud informac´ı tento model popisuj´ıc´ıch. Vzhledem k tomu, zˇe
i prˇi pouzˇit´ı LoD jsou modely pomeˇrneˇ velke´, je tˇreba kla´st velky´ d˚uraz na rezˇii prˇenosu
a efektivn´ı vyuzˇit´ı prˇenosove´ho pa´sma. Za´rovenˇ je vsˇak pro vykreslova´n´ı objekt˚u d˚ulezˇite´,
aby nebyly neˇktere´ cˇa´sti dat ztraceny nebo posˇkozeny. Vzhledem k tomu, zˇe veˇtˇsina dnesˇn´ıch
s´ıt´ı je kompatibiln´ı se s´ıt´ı Internet, je vy´beˇr vhodny´ch protokol˚u omezen na protokoly
zalozˇene´ bud’ na protokolu TCP nebo na protokolu UDP. Pro z´ıska´n´ı za´kladn´ıho prˇehledu
o vy´hoda´ch a nevy´hoda´ch teˇchto protokol˚u se mu˚zˇeme pod´ıvat naprˇ´ıklad na cˇeskou verzi
popula´rn´ı Wikipedie. Zaj´ıma´ na´s stra´nka s popisem protokolu TCP [4] a stra´nka s popisem
protokolu UDP [5].
3.4.1 Protokol TCP
Protokol TCP je orientovany´ na prˇenos toku bajt˚u na transportn´ı vrstveˇ se spolehlivy´m
dorucˇova´n´ım. Aplikace tedy ke vza´jemne´ komunikaci vyuzˇ´ıvaj´ı spolehlive´ spojen´ı na zp˚usob
roury. Protokol TCP tedy zajiˇst’uje dorucˇen´ı vsˇech paket˚u ve spra´vne´m porˇad´ı. Toho do-
sahuje jednak cˇ´ıslova´n´ım odeslany´ch paket˚u a jednak znovu vyzˇa´da´n´ım paket˚u ztraceny´ch,
tj. teˇch, pro ktere´ nedosˇlo odes´ılateli potvrzen´ı.
3.4.2 Protokol UDP
Protokol UDP je obdobneˇ jako protokol TCP protokolem transportn´ı vrstvy. Na rozd´ıl od
protokolu TCP, orientovane´ho na proudovy´ prˇenos, je tento protokol orientova´n na prˇenos
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dat v podobeˇ zpra´v. Takto prˇena´sˇena´ data se mohou ztra´cet, mohou doj´ıt v jine´m porˇad´ı,
nezˇ ve ktere´m byly odesla´ny, nebo dokonce neˇktere´ zpra´vy mohou prˇij´ıt v´ıcekra´t. Na druhou
stranu je tato komunikace rychlejˇs´ı, nebot’ jizˇ nen´ı nutne´ cˇekat na ztracene´ zpra´vy, ani nen´ı




Zde je popsa´n na´vrh projektu, vy´beˇr pouzˇity´ch technologi´ı a specifikace komunikacˇn´ıho
protokolu.
4.1 Obecny´ na´vrh aplikace
Na za´kladeˇ drˇ´ıveˇjˇs´ıch zkusˇenost´ı jsem se rozhodl vyv´ıjet tuto pra´ci v jazyce C++ se
zameˇrˇen´ım na operacˇn´ı syste´my kompatibiln´ı se standardem POSIX, jako je naprˇ´ıklad
operacˇn´ı syste´m Linux. Z tohoto d˚uvodu byl mu˚j vy´beˇr knihoven pro vykreslova´n´ı vy´sledne´
trojrozmeˇrne´ sce´ny omezen na knihovny zalozˇene´ na standardu OpenGl. V prvn´ıch fa´z´ıch
vy´voje jsem zvazˇoval pouzˇit´ı knihoven OpenInventor, nicme´neˇ pozdeˇji jsem je nahradil
prˇ´ımy´m pouzˇit´ım OpenGl, prˇedevsˇ´ım ze vzdeˇla´vac´ıch d˚uvod˚u. Pro doplneˇn´ı u´zce zameˇrˇene´ho
syste´mu OpenGl jsem pouzˇil knihovny SDL, se ktery´mi jsem jizˇ meˇl zkusˇenosti a nemusel
jsem se tak seznamovat s jejich pouzˇit´ım.
Vzhledem k tomu, zˇe jsem se rozhodl vyv´ıjet projekt s prˇihle´dnut´ım k standardu POSIX,
vyuzˇil jsem pro prˇ´ıstup k s´ıt’ove´mu rozhran´ı knihoven BSD sockets, ktere´ jsou soucˇa´st´ı
tohoto standardu. V pr˚ubeˇhu vy´voje jsem byl kv˚uli probl´emu˚m s vy´konnost´ı donucen
k rozdeˇlen´ı beˇhu klienta do dvou vla´ken, k cˇemuzˇ jsem vyuzˇil POSIX threads.
V pomeˇrneˇ obecne´m zada´n´ı ,,Prˇenos geometrie 3D sce´ny po s´ıti” jsem se zameˇrˇil prˇede-
vsˇ´ım na cˇa´st prˇenosu dat prˇes s´ıt’. V te´to cˇa´sti jsem navrhl vlastn´ı protokol, ktery´ vyuzˇ´ıva´
rychlosti protokolu UDP, ale doplnˇuje jej o spolehlivost dorucˇen´ı zaslany´ch zpra´v. To
umozˇnˇuje prˇi dobre´m nastaven´ı rychlejˇs´ı prˇenosovou rychlost nezˇ by byla mozˇna´ prˇi pouzˇit´ı
protokolu TCP, prˇedevsˇ´ım prˇi ztra´teˇ neprˇesahuj´ıc´ı 1-2% celkove´ho mnozˇstv´ı prˇena´sˇeny´ch
dat. To je umozˇneˇno prˇedevsˇ´ım t´ım, zˇe na rozd´ıl od protokolu TCP moje implementace
nezajiˇst’uje prˇijet´ı zpra´v ve stejne´m porˇad´ı v jake´m byly odesla´ny. Prˇi na´vrhu aplikace
jsem samozrˇejmeˇ nez˚ustal pouze u prˇenosu trojrozmeˇrny´ch dat, ale vzal jsem v potaz take´
vyuzˇit´ı technologie Level of Detail. Konkre´tneˇ jsem zvolil diskre´tn´ı LoD, prˇedevsˇ´ım pro
jeho jednoduchost. Jednotlive´ verze model˚u v r˚uzne´ kvaliteˇ jsem vytva´rˇel rucˇneˇ za pouzˇit´ı
programu Blender.
4.2 U´kol klienta
Klientska´ cˇa´st projektu se stara´ prˇedevsˇ´ım o prˇ´ıjem a zpracova´n´ı zas´ılany´ch dat a jejich
na´sledne´ vykreslova´n´ı do inicializovane´ho okna. U´koly klienta prob´ıhaj´ı v na´sledne´m porˇad´ı.
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Klient nejprve nacˇte soubor, ve ktere´m je popsa´na sce´na. Tento popisovac´ı soubor ob-
sahuje jme´na model˚u, jejich pozice a jejich prˇ´ıpadne´ zveˇtˇsen´ı cˇi otocˇen´ı. Po nacˇten´ı sce´ny
klient vypocˇ´ıta´ potˇrebnou kvalitu pro kazˇdy´ z model˚u ve sce´neˇ. Tato kvalita je vypocˇ´ıta´na
pro vsˇechny zobrazen´ı stejne´ho modelu a to na za´kladeˇ vzda´lenosti modelu od kamery
a jeho prˇ´ıpadne´ zmeˇneˇ velikosti. Klient na´sledneˇ pozˇa´da´ server o dorucˇen´ı modelu v nej-
vysˇsˇ´ı kvaliteˇ, k jake´ dospeˇl beˇhem vy´pocˇtu. Po prˇijet´ı cele´ho modelu jej klient zarˇad´ı do
vykreslovac´ı smycˇky a pozˇa´da´ o zasla´n´ı dalˇs´ıho z model˚u. Po cely´ pr˚ubeˇh stahova´n´ı lze
pohybovat kamerou, nicme´neˇ je nutno bra´t v potaz, zˇe kvalita model˚u je pocˇ´ıta´na pro
vy´choz´ı pozici kamery, takzˇe modely vzda´lene´ od vy´choz´ı pozice kamery budou v n´ızke´
kvaliteˇ i v prˇ´ıpadeˇ, zˇe bude kamera umı´steˇna v jejich teˇsne´ bl´ızkosti.
Neˇkomu mu˚zˇe prˇipadnout zvla´sˇtn´ı, zˇe prˇi pouzˇit´ı staticke´ho LoD jsou vykreslova´ny
jednotlive´ instance stejne´ho modelu v jedne´ nejvysˇsˇ´ı kvaliteˇ, nicme´neˇ toto je da´no fa-
ktem, zˇe se tento projekt zameˇrˇuje na minimalizaci prˇenosu dat, nikoli na zvy´sˇen´ı efektivity
vykreslova´n´ı.
4.3 U´kol serveru
U´kolem serveru v tomto projektu je spra´vna´ obsluha prˇipojen´ı klienta a zajiˇsteˇn´ı, zˇe obdrzˇ´ı
to, co pozˇaduje. Server po sve´m spusˇteˇn´ı nejprve nacˇte prˇedany´ adresa´rˇ s modely a na´sledneˇ
zacˇne naslouchat na urcˇene´m portu. V pr˚ubeˇhu nacˇ´ıta´n´ı server nejprve najde vsˇechny
soubory s prˇ´ıponou ply, zjist´ı jejich kvalitu a na´sledneˇ se pokus´ı naj´ıt jejich texturu. Pokud
jaka´koli z teˇchto akc´ı selzˇe, server dany´ model vyrˇad´ı ze sve´ databa´ze. Obsluha klienta
pote´ sesta´va´ z neˇkolika krok˚u. Po prˇ´ıchodu u´vodn´ı zpra´vy komunikace najde server model,
ktery´ nejv´ıce odpov´ıda´ pozˇadovane´ kvaliteˇ a ten na´sledneˇ odesˇle klientovi (i s texturou).
V prˇ´ıpadeˇ, zˇe se model na serveru nenacha´z´ı, je klientovi odesla´na zpra´va indikuj´ıc´ı, zˇe
model nemohl by´t nalezen.
Vzhledem k tomu, zˇe je komunikace mezi klientem a serverem zalozˇena na transportn´ım
protokolu UDP, implementuje server iteracˇn´ı obsluhu klient˚u, cozˇ by v prˇ´ıpadeˇ TCP klienta
nebylo mozˇne´. Proto server nen´ı urcˇen pro obsluhu veˇtˇs´ıho mnozˇstv´ı klient˚u soucˇasneˇ.
4.4 Na´vrh graficke´ho rozhran´ı a na´vrh implementace LoD
Vzhledem k tomu, zˇe c´ılem projektu je zobrazen´ı staticke´ sce´ny, jej´ızˇ geometrii prˇenese prˇes
s´ıt’ove´ rozhran´ı, bylo graficke´ rozhran´ı navrhnuto s ohledem na jeho jednoduchost. Sce´na je
osveˇtlena pouze tzv. okoln´ım sveˇtlem (z anglicke´ho ambient light), ktere´ osveˇtluje vsˇechny
objekty rovnomeˇrneˇ a pozad´ı vykreslovany´ch objekt˚u je nastaveno na cˇernou barvu. U´cˇelem
tohoto graficke´ho rozhran´ı bylo v p˚uvodn´ım na´vrhu pouze vykreslen´ı staticke´ sce´ny, nicme´neˇ
pozdeˇji jsem je rozsˇ´ıˇril o pohyblivou kameru, ktera´ umozˇn´ı lepsˇ´ı prozkouma´n´ı vykreslene´
sce´ny.
Jednotlive´ modely jsou v souladu s teori´ı staticke´ho Level of Detail vytvorˇeny v neˇkolika
stupn´ıch kvality, ktera´ je pro jednoduchost vyja´drˇena v procentech. Dle tohoto modelu jsou
i indexova´ny serverem. V momenteˇ, kdy klient zjist´ı, na ktery´ch pozic´ıch ve sce´neˇ ma´ zo-
brazit ktery´ model, vypocˇ´ıta´ na za´kladeˇ vzda´lenosti jejich pozˇadovanou kvalitu. U kazˇde´ho
modelu je kvalita pocˇ´ıta´na pro jeho nejblizˇsˇ´ı vy´skyt ve sce´neˇ. Vzhledem k tomu, zˇe modely
jsou na serveru vytvorˇeny v konkre´tn´ıch kvalita´ch, pouzˇije server kvalitu, ktera´ je nejblizˇsˇ´ı
te´ pozˇadovane´.
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Algoritmus pro vy´pocˇet kvality modelu jsem navrhl prˇeva´zˇneˇ na za´kladeˇ experimen-
tova´n´ı s jizˇ funkcˇn´ı implementac´ı. Je pocˇ´ıta´na ze vzda´lenosti modelu od kamery dle na´sle-
duj´ıc´ıho vzorce:
Kvalita = (Vzda´lenost objektu od zadnı´ orˇeza´vacı´ roviny *
(Vzda´lenost zadnı´ orˇeza´vacı´ roviny od kamery / 100))^2
4.4.1 Rozhy´ba´n´ı sce´ny
Vzhledem k tomu, zˇe mozˇnosti prohl´ızˇen´ı mnou zobrazovane´ a prˇena´sˇene´ staticke´ sce´ny byly
prˇ´ıliˇs omezene´, rozhodl jsem se implementovat pohyblivou kameru. Jelikozˇ vsˇak pohybliva´
kamera nen´ı hlavn´ım, mozˇna´ zˇe ani vedlejˇs´ım te´matem mnou zvolene´ho zada´n´ı a plneˇ
funkcˇn´ı pohybliva´ kamera je implementacˇneˇ pomeˇrneˇ na´rocˇna´, omezil jsem implementaci
kamery pouze na neˇkolik jednoduchy´ch mozˇnost´ı pohybu. Pohyb kamery vprˇed a vzad,
ota´cˇen´ı kamery podle jedne´ z jej´ıch os a pro doplneˇn´ı jsem implementoval take´ mozˇnost
pohybu ve smeˇru kolme´m na osu pohledu.
Vesˇkere´ tyto pohyby jsou prova´deˇny pomoc´ı mysˇi, kdy graficke´ rozhran´ı sn´ıma´ vzda´lenost,
jakou mysˇ urazila a na za´kladeˇ toho prova´d´ı patˇricˇne´ otocˇen´ı cˇi posun.
Proveden´ı pohybu kolme´ho cˇi rovnobeˇzˇne´ho k ose pohledu
Implementovat pohyb po prˇ´ımce sv´ıraj´ıc´ı s osou pohledu pravy´ u´hel nebo s osou pohledu
rovnobeˇzˇnou, bylo pomeˇrneˇ snadne´. Pro proveden´ı te´to operace je tˇreba nejprve zjistit vek-
tor, ktery´m smeˇrˇuje kamera a na´sledneˇ vypocˇ´ıtat novou pozici kamery a vektor˚u, ktere´
urcˇuj´ı jej´ı orientaci. Toho lze snadno dosa´hnout z´ıska´n´ım aktua´ln´ı matice OpenGl, prove-
den´ım vektorove´ho soucˇinu jednotkove´ matice s vektorem pohybu, ktery´ chceme vykonat,
a na´sledne´ vyna´soben´ı vy´sledku p˚uvodn´ı matic´ı. Pohyb doprˇedu je proveden jednoduchy´m
posunem sce´ny ve smeˇru osy z a pohyb kolmy´ k ose pohybu patˇricˇny´m posunut´ım v rovineˇ
definovane´ osami x a y. Proto lze informace z´ıskane´ sn´ıma´n´ım pohybu mysˇi pouzˇ´ıt prˇ´ımo
pouze po vyna´soben´ı vhodnou konstantou ovlivnˇuj´ıc´ı jej´ı citlivost.
Proveden´ı otocˇen´ı kamery
Vzhledem k tomu, zˇe hodnoty z´ıskane´ sn´ıma´n´ım pohybu mysˇi odpov´ıdaj´ı plosˇe, po ktere´ se
ukazatel mysˇi pohybuje, je tˇreba nejprve vypocˇ´ıtat u´hel, o ktery´ je kameru potˇrebne´ otocˇit,
a smeˇr, ktery´m toto otocˇen´ı prove´st. Zjiˇsteˇn´ı smeˇru otocˇen´ı kamery nen´ı nijak problematic-
ke´. Stacˇ´ı si uveˇdomit, zˇe tento vektor je totozˇny´ s u´hloprˇ´ıcˇkou obde´ln´ıku dany´m relativn´ı
zmeˇnou pozice kurzoru v˚ucˇi osa´m okna. Vzhledem k tomu, zˇe vektor je zada´va´n pomoc´ı
jeho slozˇek, lze zjiˇsteˇne´ hodnoty jednodusˇe prˇiˇradit smeˇrove´mu vektoru a na´sledneˇ tento
vektor normalizovat. Nutno dodat, zˇe tyto zmeˇny je tˇreba nejprve invertovat - prˇi pohybu
mysˇi doprava od stˇredu obrazovky chceme zpravidla prove´st otocˇen´ı opacˇny´m smeˇrem.
SmeˇrOtocˇenı´ = [-ZmeˇnaX, -ZmeˇnaY, 0]
Normalizuj(SmeˇrOtocˇenı´)
Druhy´m proble´mem, tentokra´t o neˇco slozˇiteˇjˇs´ım, je vy´pocˇet pozˇadovane´ho u´hlu. Ze z´ıska-
ny´ch hodnot mu˚zˇeme snadno z´ıskat vzda´lenost, kterou kurzor mysˇi po obrazovce pocˇ´ıtacˇe
urazil.
Vzda´lenost = sqrt(ZmeˇnaX^2 + ZmeˇnaY^2)
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Na obra´zku 4.1 mu˚zˇete videˇt vztah mezi vzda´lenost´ı, kterou urazila mysˇ a u´hlem, o ktery´
se ma´ otocˇit. Pro zjednodusˇen´ı je vzda´lenost kamery od mı´sta, na ktere´ se d´ıva´, ve vy´pocˇtu










Obra´zek 4.1: Vztah mezi vzda´lenost´ı, kterou urazila mysˇ a u´hlem otocˇen´ı kamery
vzda´lenost´ı, jenzˇ urazil kurzor po obrazovce a u´hlem, ktery´ sv´ıraj´ı jeho ramena - u´hlem
otocˇen´ı kamery, lze vyja´drˇit na´sledovneˇ:
Vzda´lenost = 2 * sin(U´hel otocˇenı´/2)
Samotny´ vy´pocˇet otocˇen´ı kamery je pak jizˇ snadnou u´pravou prˇedchoz´ıho vztahu.
U´hel otocˇenı´ = 2 * arcsin(Vzda´lenost / 2), kde Vzda´lenost <= 2
Na´sledneˇ lze prove´st rotaci kamery obdobny´m postupem jako prˇi jej´ım posunu.
4.5 Na´vrh komunikacˇn´ıho protokolu
Vzhledem k tomu, zˇe c´ılem te´to aplikace je zajistit efektivn´ı a spolehlivy´ prˇenos dat mezi
serverem a klientem s prˇihle´dnut´ım k rychlosti prˇenosu, pouzˇil jsem protokol UDP. Tento
protokol, sa´m o sobeˇ nespolehlivy´, jsem doplnil o mechanismus zajiˇst’uj´ıc´ı oveˇrˇen´ı dorucˇen´ı
dat. Protokol vsˇak nebere v potaz zabezpecˇen´ı spojen´ı ani ochranu prˇed posˇkozen´ım dat.
Protokol nebyl navrzˇen cely´ nara´z, ale jeho na´vrh byl postupneˇ doplnˇova´n tak, jak to
vy´voj aplikace vyzˇadoval. Prvn´ı pouzˇita´ verze protokolu slouzˇila pouze pro prˇenos faces
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a vertex˚u. Prˇ´ıpadne´ nedorucˇene´ zpra´vy byly ignorova´ny a prˇeneseny´ model tak cˇasto obsa-
hoval d´ıry zp˚usobene´ chybeˇj´ıc´ımi daty. Proto jsem protokol postupneˇ rozsˇ´ıˇril o mechanismus
pro zajiˇsteˇn´ı dorucˇen´ı vsˇech dat, podporu prˇenosu textur a chybovou zpra´vu oznamuj´ıc´ı,
zˇe server neindexuje hledany´ model.
4.5.1 Popis zpra´vy protokolu
Komunikace mezi klientem a serverem je realizova´na pomoc´ı vy´meˇny zpra´v r˚uzny´ch typ˚u.
Typ kazˇde´ ze zpra´v je uveden jako prvn´ı ve zpra´veˇ a na za´kladeˇ tohoto typu je urcˇeno
slozˇen´ı zpra´vy, potazˇmo i jej´ı vy´sledna´ de´lka. Kazˇdy´ z typ˚u zpra´v ma´ v komunikaci speci-
ficky´ vy´znam a v neˇktery´ch prˇ´ıpadech jsou zpra´vy zas´ıla´ny pouze kv˚uli tomuto vy´znamu.
Prˇ´ıkladem mohou by´t zpra´vy ACK a ERROR, ktere´ jine´ informace nezˇ ko´d zpra´vy neob-
sahuj´ı. Popis jednotlivy´ch zpra´v a jejich typy mu˚zˇete nale´zt v tabulce 4.1.
Typ zpra´vy Odes´ılatel Popis
GET Klient Tato zpra´va zahajuje komunikaci mezi serverem a klientem.
Klient j´ı da´va´ najevo, o ktery´ model ma´ za´jem a v jake´
kvaliteˇ.
DESC Server Popis prˇena´sˇene´ho modelu. Odpoveˇd’ na zpra´vu GET.
ERROR Server Zpra´va oznamuj´ıc´ı chybu prˇi vyhleda´va´n´ı modelu na serveru.
Odpoveˇd’ na zpra´vu GET
DATA Server Zpra´va obsahuj´ıc´ı cˇa´st dat (vertexes a faces) modelu.
TEXTURE Server Zpra´va obsahuj´ıc´ı cˇa´st textury modelu.
ACK Klient Zpra´va oznamuj´ıc´ı serveru, zˇe dana´ cˇa´st komunikace byla
v porˇa´dku prˇijata
RESEND Klient Zpra´va oznamuj´ıc´ı serveru cˇ´ısla zpra´v, ktera´ nebyla prˇijata.
Klient ocˇeka´va´, zˇe je server okamzˇiteˇ zacˇne znovu odes´ılat.
Tabulka 4.1: Typy zas´ılany´ch zpra´v
Jak mu˚zˇete videˇt z dalˇs´ı tabulky 4.2 lze na za´kladeˇ slozˇen´ı zpra´v jednotlive´ zpra´vy
rozdeˇlit na ty, ktere´ jsou odes´ıla´ny klientem a na ty odes´ılane´ serverem. Toho lze dosa´hnout
prˇedevsˇ´ım na za´kladeˇ pozorova´n´ı, zˇe, azˇ na dveˇ vy´jimky, zpra´vy klienta obsahuj´ı jedno-
bajtovou polozˇku Id, ktera´ oznacˇuje zpra´vy pocha´zej´ıc´ı od jizˇ zna´me´ho klienta. Ony dveˇ
zmı´neˇne´ vy´jimky jsou pra´veˇ zpra´vy, ktery´mi se inicializuje spojen´ı a prˇideˇluje identifikacˇn´ı
cˇ´ıslo.
4.5.2 Popis komunikace protokolu
Spojen´ı mezi klientem se skla´da´ ze tˇr´ı cˇa´st´ı. Kazˇdou z teˇchto cˇa´st´ı klient potvrzuje a kromeˇ
zahajovac´ı cˇa´sti mu˚zˇe vzˇdy zazˇa´dat o doposla´n´ı zpra´v, ktere´ byly v pr˚ubeˇhu komunikace
ztraceny. Pokud jsou zpra´vy serveru cˇ´ıslova´ny, je jejich cˇ´ıslo pro kazˇdou cˇa´st jedinecˇne´.
Prvn´ı cˇa´st´ı je cˇa´st zahajovac´ı. Zde klient pomoc´ı zpra´vy GET zazˇa´da´ server o konkre´tn´ı
model v konkre´tn´ı kvaliteˇ. Server na tuto zˇa´dost odpov´ı zpra´vou typu DESC, ktera´ ob-
sahuje informace o modelu a jeho texturˇe, pocˇet zpra´v obsahuj´ıc´ıch texturu modelu, pocˇet
zpra´v obsahuj´ıc´ıch data modelu a prˇideˇl´ı v n´ı klientovi jeho jedinecˇne´ identifikacˇn´ı cˇ´ıslo.
Od tohoto okamzˇiku azˇ do konce spojen´ı oznacˇuje klient vsˇechny sve´ zpra´vy t´ımto cˇ´ıslem.
Zpra´vy serveru oznacˇova´ny nejsou. Na´sledneˇ klient potvrd´ı prˇijet´ı te´to zpra´vy zasla´n´ım
ACK. V pr˚ubeˇhu te´to ustavuj´ıc´ı komunikace mu˚zˇe doj´ıt ke dveˇma nestandardn´ım situac´ım.
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GET Akce [1 bajt] | De´lka jme´na modelu [1 bajt]
| Jme´no modelu [de´lka jme´na modelu * 1 bajt] | Kvalita [1 bajt]
ERROR Akce [1 bajt]
DESC Akce [1 bajt] | Id [1 bajt]
| Celkovy´ pocˇet n-u´helnı´ku˚ v~modelu [4 bajty]
| Celkovy´ pocˇet vrcholu˚ v~modelu [4 bajty]
| Forma´t textury [4 bajty] | Pocˇet barev textury [1 bajt]
| Sˇı´rˇka textury [4 bajty] | Vy´sˇka textury [4 bajty]
| Pocˇet zpra´v textury [4 bajty]
| Pocˇet zpra´v s~daty [4 bajty]
DATA Akce [1 bajt] | Cˇı´slo zpra´vy [2 bajty]
| Pocˇet n-u´helnı´ku˚ ve zpra´veˇ[1 bajt]
| Pocˇet vrcholu˚ ve zpra´veˇ[1 bajt]
| n-u´helnı´ky [Pocˇet n-u´helnı´ku˚ * 3 * 4 bajty]
| Vrcholy [Pocˇet vrcholu˚ * 8 * 4 bajty]
TEXTURE Akce [1 bajt] | Cˇı´slo zpra´vy [1 bajt]
| De´lka cˇa´sti textury [2 bajty] | Pozice cˇa´sti textury [4 bajty]
| Cˇa´st textury [De´lka cˇa´sti textury * 1 bajt]
ACK Akce [1 bajt] | Id [1 bajt]
RESEND Akce [1 bajt] | Id [1 bajt]
| Pocˇet chybeˇjı´cı´ch zpra´v [2 bajty]
| Cˇı´sla chybeˇjı´cı´ch zpra´v [Pocˇet chybeˇjı´cı´ch zpra´v * 2 bajty]
Tabulka 4.2: Slozˇen´ı zpra´v protokolu
Kdyzˇ v pr˚ubeˇhu zpracova´n´ı zpra´vy GET zjist´ı server, zˇe pozˇadovany´ model se v jeho
databa´zi nenacha´z´ı, neprˇideˇl´ı klientu zˇa´dne´ identifikacˇn´ı cˇ´ıslo a zasˇle mu zpra´vu ERROR,
cˇ´ımzˇ okamzˇiteˇ ukoncˇ´ı prˇenos modelu. Tuto zpra´vu klient nepotvrzuje. V druhe´m prˇ´ıpadeˇ
server prˇi obdrzˇen´ı zpra´vy GET zjist´ı, zˇe jizˇ obsluhuje urcˇite´ mnozˇstv´ı klient˚u a nema´ jizˇ
prostˇredky pro obsluhu tohoto klienta. V tomto prˇ´ıpadeˇ server zpra´vu GET zahod´ı a klient
o tento model zazˇa´da´ pozdeˇji znovu, stejneˇ jako by reagoval v prˇ´ıpadeˇ, zˇe by byla zpra´va
GET nebo zpra´va DESC v u´vodn´ı komunikaci ztracena.
Druhou cˇa´st´ı spojen´ı je prˇenos textury modelu. Tato cˇa´st na´sleduje okamzˇiteˇ po ACK
zaslane´m klientem. Jakmile server toto potvrzen´ı obdrzˇ´ı, zacˇne odes´ılat zpra´vy typu TEX-
TURE. V prˇ´ıpadeˇ, zˇe klient neobdrzˇ´ı vsˇechny zpra´vy, a po urcˇitou dobu mu nedojde zˇa´dna´
z chybeˇj´ıc´ıch, odesˇle serveru zpra´vu RESEND, ve ktere´ uvede cˇ´ısla chybeˇj´ıc´ıch zpra´v. Server
tyto zpra´vy klientu doposˇle. Zasla´n´ı zpra´vy RESEND se v prˇ´ıpadeˇ sˇpatne´ho spojen´ı mu˚zˇe
opakovat i neˇkolikra´t. V momenteˇ, kdy ma´ klient vsˇechny zpra´vy, odesˇle serveru zpra´vu
ACK, cˇ´ımzˇ potvrd´ı, zˇe zpra´vy prˇijal.
V tˇret´ı cˇa´sti jsou klientu zas´ıla´na data modelu. Vlastn´ı komunikace prob´ıha´ naprosto
stejneˇ jako prˇi druhe´ cˇa´sti, pouze s t´ım rozd´ılem, zˇe server odes´ıla´ zpra´vy typu DATA. Po
odesla´n´ı zpra´vy ACK, v prˇ´ıpadeˇ serveru po jej´ım prˇijet´ı, komunikace mezi subjekty koncˇ´ı
a server uvoln´ı identifikacˇn´ı cˇ´ıslo pro pouzˇit´ı dalˇs´ım klientem.
Jedno spojen´ı mezi serverem a klientem tedy slouzˇ´ı pro sta´hnut´ı pra´veˇ jednoho modelu.
Pokud klient potˇrebuje sta´hnout v´ıce model˚u, mus´ı o kazˇdy´ z teˇchto model˚u zazˇa´dat ve
zvla´sˇtn´ım spojen´ı.
V tabulce 4.3 mu˚zˇete videˇt schematicky zna´zorneˇnou vy´meˇnu zpra´v, realizuj´ıc´ı u´speˇsˇny´
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prˇenos modelu, jehozˇ textura je obsazˇena ve tˇrech zpra´va´ch a data ve cˇtyrˇech. V pr˚ubeˇhu
te´to uka´zkove´ komunikace dojde ke ztracen´ı dvou zpra´v typu DATA o jejichzˇ prˇeposla´n´ı si
klient zazˇa´da´.




















Tato kapitola popisuje rozvrzˇen´ı projektu do jednotlivy´ch modul˚u a da´le se veˇnuje rˇesˇeny´m
proble´mu˚m, na ktere´ jsem narazil v pr˚ubeˇhu implementace.
5.1 Rozvrzˇen´ı implementace
Z prostorovy´ch d˚uvod˚u se v te´to sekci veˇnuji pouze rozvrzˇen´ı projektu do jednotlivy´ch
modul˚u, nikoli konkre´tn´ımu rozvrzˇen´ı do tˇr´ıd. Prˇi prˇ´ıpadne´m za´jmu o rozvrzˇen´ı do tˇr´ıd si
dovoluji cˇtena´rˇe odka´zat na dokumentaci generovanou ze zdrojove´ho ko´du, jej´ızˇ generova´n´ı
je popsa´no v kapitole 7.
Cely´ projekt jsem rozdeˇlil celkem do deseti cˇa´st´ı, v za´vislosti na problematice j´ımzˇ
se veˇnuj´ı. Neˇktere´ tyto cˇa´sti jsou implementova´ny jako plnohodnotne´ moduly, jine´ jsou
z r˚uzny´ch d˚uvod˚u, jimzˇ se budu veˇnovat v patˇricˇny´ch sekc´ıch, implementova´ny pouze
v ra´mci hlavicˇkovy´ch soubor˚u.
Vazby mezi jednotlivy´mi moduly jsou popsa´ny da´le v textu nebo je mozˇne´ je videˇt na
obra´zku 5.1.
Obra´zek 5.1: Graf zna´zornˇuj´ıc´ı vazby mezi jednotlivy´mi moduly
5.1.1 Hlavicˇkovy´ soubor exceptions
V te´to cˇa´sti projektu jsou definova´ny vesˇkere´ vy´jimky, ke ktery´m mu˚zˇe v programu doj´ıt.
Vzhledem k tomu, zˇe jsou definice tˇr´ıd velmi kra´tke´, jsou zapsa´ny prˇ´ımo v hlavicˇkove´m
souboru a nen´ı nutne´ tuto cˇa´st projektu prˇekla´dat samostatneˇ. Tento hlavicˇkovy´ soubor je
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pouzˇit prakticky ve vsˇech modulech, a proto jizˇ nebude jeho pouzˇit´ı explicitneˇ vyja´drˇeno
v na´sleduj´ıc´ıch sekc´ıch.
5.1.2 Hlavicˇkovy´ soubor globaldebug
V tomto souboru jsou definova´na makra, ktera´ byla pouzˇita beˇhem tvorby a ladeˇn´ı pro-
jektu. Tento soubor v projektu z˚ustal i po jeho odladeˇn´ı, cozˇ umozˇnilo snadne´ zrusˇen´ı vy´pisu
lad´ıc´ıch informac´ı. Obdobneˇ jako hlavicˇkovy´ soubor exceptions je pouzˇit naprˇ´ıcˇ cely´m pro-
jektem a nebude jizˇ zminˇova´n da´le.
5.1.3 Modul globaltypes
Tento modul obsahuje vesˇkere´ typy, ktere´ jsou pouzˇ´ıva´ny naprˇ´ıcˇ vsˇemi moduly. Jeho pouzˇit´ı
v dalˇs´ıch modulech jizˇ nebude explicitneˇ vyja´drˇeno.
5.1.4 Modul clientserver
V tomto modulu je vytvorˇeno rozhran´ı zprostˇredkova´vaj´ıc´ı prˇ´ıstup k s´ıt’ove´mu rozhran´ı.
Soucˇasna´ implementace je realizova´na pomoc´ı knihoven BSD sockets. D´ıky tomuto rozhran´ı
je mozˇne´ nahradit tento modul za jiny´, vyuzˇ´ıvaj´ıc´ı jiny´ch knihoven.
5.1.5 Modul plyloader
Jak lze jizˇ poznat z na´zvu modulu, je zde popsa´n algoritmus pro nacˇten´ı datove´ho souboru
ve forma´tu ply.
5.1.6 Modul fileDB
Tento modul tvorˇ´ı za´klad pro implementaci severu. Zde je implementova´n algoritmus pro
prohleda´va´n´ı adresa´rˇe s daty. Data jsou zde nacˇ´ıta´na a deˇlena do shluk˚u, ktere´ je mozˇne´
umı´stit do jednotlivy´ch zpra´v. Pro nacˇ´ıta´n´ı textur vyuzˇ´ıva´ tento modul knihoven SDL a pro
nacˇ´ıta´n´ı soubor˚u ply vyuzˇ´ıva´ sluzˇeb modulu plyloader.
5.1.7 Modul netarray
Tento modul definuje jedinou tˇr´ıdu, ktera´ symbolizuje jednu zas´ılanou zpra´vu. Tato tˇr´ıda
umozˇnˇuje jak prˇ´ımy´ prˇ´ıstup k neforma´tovany´m dat˚um, jenzˇ je nutny´ pro prˇ´ıjem a odes´ıla´n´ı
dat, tak poskytuje sekvencˇn´ı cˇten´ı a za´pis jednoduchy´ch datovy´ch typ˚u.
5.1.8 Modul messagecomposer
Tento modul, obdobneˇ jako modul netarray, implementuje jedinnou tˇr´ıdu, jej´ımzˇ c´ılem je
poskytnout mechanismus pro tvorbu cˇi cˇten´ı zpra´v a take´ pro serializaci a deserializaci dat.
V tomto modulu je implementova´n ko´d ovlivnˇuj´ıc´ı slozˇen´ı kazˇde´ ze zpra´v. Tento modul
vyuzˇ´ıva´ sluzˇeb modulu netarray.
5.1.9 Modul protocol
Zde je implementova´n ko´d ovlivnˇuj´ıc´ı zp˚usob odes´ıla´n´ı zpra´v a jejich na´vaznosti. Tento
modul vyuzˇ´ıva´ sluzˇeb modul˚u netarray a messagecomposer.
19
5.1.10 Hlavicˇkovy´ soubor universalarray
V tomto souboru je vytvorˇena tˇr´ıda, ktera´ zjednodusˇuje prˇ´ıstup k seznamu˚m vrchol˚u a stran
prˇeda´vany´m knihovneˇ OpenGl. Vzhledem k tomu, zˇe je tˇr´ıda vytvorˇena v podobeˇ sˇablony,
bylo nutne´ ji definovat v hlavicˇkove´m souboru.
5.1.11 Modul gl
Zde je implementova´n jednoduchy´ renderovac´ı engine aplikace, jenzˇ vyuzˇ´ıva´ hlavicˇkove´ho
souboru universalarray.
5.1.12 Modul scenedescriptionloader
V ra´mci tohoto modulu je vytvorˇena jedina´ tˇr´ıda, ktera´ slouzˇ´ı pro parsova´n´ı a cˇten´ı soubor˚u
s popisem sce´ny.
5.1.13 Soubor ibp.cpp
Tento soubor obsahuje funkci main a je zde implementova´no jak chova´n´ı klienta tak serveru
na nejvysˇsˇ´ı u´rovni abstrakce. Tento soubor vyuzˇ´ıva´ modul˚u protocol, clientserver, gl,
scenedescriptionloader a fileDB.
5.2 Popis jednotlivy´ch rˇesˇeny´ch proble´mu˚
V te´to sekci se veˇnuji popisu proble´mu˚ a implementacˇn´ıch zaj´ımavost´ı, na ktere´ jsem beˇhem
tvorby programu narazil.
5.2.1 Prˇenos typu float
Prˇi psan´ı programu jsem za´hy narazil na jeden neprˇedpokla´dany´ proble´m. Veˇtˇsina knihoven
pro prˇ´ıstup k soket˚um nerˇesˇ´ı prˇenos cˇ´ısel s plovouc´ı rˇa´dovou cˇa´rkou prˇes s´ıt’. Vzhledem
k tomu, zˇe ne vsˇechny POSIX operacˇn´ı syste´my pouzˇ´ıvaj´ı stejny´ zp˚usob ukla´da´n´ı cˇ´ısel
v plovouc´ı rˇa´dove´ cˇa´rce, nemohl jsem pouzˇ´ıt jednoduche´ prˇetypova´n´ı typu float na typ
se stejny´m pocˇtem bit˚u, byt’ se tento zp˚usob implementace zda´l by´t funkcˇn´ım. Variantu,
kdy je rea´lne´ cˇ´ıslo prˇevedeno nejprve na text a po prˇenosu prˇes s´ıt’ zase zpa´tky do na-
tivn´ı reprezentace operacˇn´ıho syste´mu pocˇ´ıtacˇe, jsem za´hy vyloucˇil. Tato varianta, jakkoliv
funkcˇn´ı a kompatibiln´ı naprˇ´ıcˇ operacˇn´ımi syste´my, ma´ jednu za´sadn´ı vadu. Prˇena´sˇena´ data
jsou mnohona´sobneˇ veˇtˇs´ı nezˇ jejich nejmensˇ´ı mozˇna´ reprezentace. To spolecˇneˇ s faktem,
zˇe modely jsou popisova´ny te´meˇrˇ vy´hradneˇ rea´lny´mi cˇ´ısly, meˇ donutilo hledat jine´ rˇesˇen´ı.
Nakonec jsem zvolil variantu prˇeko´dova´n´ı cˇ´ısel do forma´tu ieee-754, jehozˇ jednoducha´ im-
plementace je popsa´na v [3].
Tento jednoduchy´ enkode´r a dekode´r rea´lny´ch cˇ´ısel prˇeva´d´ı plny´ rozsah 4 bajtove´ho
typu float do vy´sˇe zmı´neˇne´ho forma´tu prˇi zachova´n´ı velikosti jeho pameˇt’ove´ na´rocˇnosti.
Cˇtyrˇbajtove´ cˇ´ıslo je tedy prˇeko´dova´no do cˇtyrˇbajtove´ho prˇenositelne´ho forma´tu. Po imple-
mentova´n´ı a otestova´n´ı se uka´zalo, zˇe prˇeko´dova´n´ı, ktere´ se prova´d´ı mnohokra´t v pr˚ubeˇhu
prˇenesen´ı dat modelu, neprˇedstavuje zˇa´dnou vy´raznou vy´konovou ztra´tu. Jedinou nevy´ho-
dou tohoto mnou pouzˇite´ho ko´dovac´ıho mechanizmu z˚usta´va´ vynechany´ prˇevod cˇ´ısel NaN
a nekonecˇno, cozˇ vsˇak vzhledem k tomu, zˇe data modelu maj´ı vzˇdy svou konkre´tn´ı hodnotu
zobrazitelnou v oboru rea´lny´ch cˇ´ısel, nevad´ı.
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5.2.2 Struktura adresa´rˇe s daty serveru a podporovane´ typy soubor˚u
V soucˇasne´ podobeˇ umozˇnˇuje server nastaven´ı jednoho adresa´rˇe, ve ktere´m jsou prˇedpo-
kla´da´na vsˇechna data, ke ktery´m server zprostˇredkova´va´ prˇ´ıstup. Jme´na soubor˚u v tomto
adresa´rˇi se rˇ´ıd´ı urcˇity´mi pravidly tak, aby je server po sve´m spusˇteˇn´ı nasˇel a spra´vneˇ zarˇadil.
V prˇ´ıpadeˇ, zˇe server zjist´ı chybu v pojmenova´n´ı neˇktere´ho ze soubor˚u urcˇite´ho modelu, je
tento soubor ignorova´n a server k neˇmu nezprostˇredkova´va´ prˇ´ıstup i v prˇ´ıpadeˇ, zˇe nen´ı
nacˇten zˇa´dny´ model a server tedy neposkytuje zˇa´dna´ data.
V pr˚ubeˇhu nacˇ´ıta´n´ı algoritmus nejprve vyhleda´ vsˇechny soubory s prˇ´ıponou ply a na´-
sledneˇ pro vsˇechny tyto soubory vyhleda´va´ soubory s texturou, tedy prˇ´ıponou obra´zku.
Pokud nen´ı soubor s texturou nalezen, je soubor s daty modelu vyrˇazen z vy´beˇru. Po
nalezen´ı soubor˚u s daty a soubor˚u s texturami je vytvorˇen seznam obsahuj´ıc´ı jme´na a kva-
litu model˚u. Program v soucˇasne´ dobeˇ nacˇ´ıta´ data modelu pouze v textove´ verzi forma´tu
ply (tedy nenacˇ´ıta´ bina´rneˇ ulozˇena´ data) a textury ve forma´tech BMP, PNM, XPM, LBM,
PCX, GIF, JPEG, PNG, TGA a TIFF.
Jme´no kazˇde´ho ze soubor˚u v adresa´rˇi je slozˇeno na´sleduj´ıc´ım zp˚usobem:
<jme´no modelu>.<kvalita modelu>.<prˇı´pona>
<jme´no modelu> zde zastupuje oznacˇen´ı konkre´tn´ıho modelu, ktere´ je pozdeˇji pouzˇito
v definici sce´ny na klientske´ cˇa´sti programu. <kvalita modelu> oznacˇuj´ıc´ı kvalitu dane´ho
souboru, je zapsa´na jako celocˇ´ıselna´ hodnota v intervalu od 1 do 100. V prˇ´ıpadeˇ, zˇe by
kvalita modelu obsahovala i jine´ znaky nezˇ cˇ´ıslice, prˇ´ıpadneˇ se jednalo o jiny´ interval, byl by
soubor ignorova´n. <prˇı´pona> souboru, jak je ostatneˇ beˇzˇne´ na vsˇech operacˇn´ıch syste´mech,
oznacˇuje typ souboru. Dle te´to prˇ´ıpony program rozezna´va´, jedna´-li se o texturu, nebo
soubor s daty modelu a jaky´ algoritmus ma´ pro jeho cˇten´ı pouzˇ´ıt.
V prˇ´ıpadeˇ, zˇe sada model˚u obsahuje pouze jeden soubor s daty a v´ıce r˚uzneˇ kvalitn´ıch
textur nebo jednu texturu a v´ıce r˚uzneˇ kvalitn´ıch dat, nemus´ı tv˚urce kop´ırovat tento soubor
do adresa´rˇe s r˚uzny´mi jme´ny, ale mu˚zˇe pouzˇ´ıt jak fyzicky´ch tak symbolicky´ch odkaz˚u.
Vy´sledny´ vy´pis adresa´rˇe tedy mu˚zˇe vypadat naprˇ´ıklad takto:
Cube.100.ply Cube.100.tga Cube.12.ply Cube.12.tga Cube.25.ply
Cube.25.tga Cube.50.ply Cube.50.tga
5.2.3 Nacˇ´ıta´n´ı souboru s modelem objektu ze souboru PLY
Prˇestozˇe jsou k dispozici programy pro nacˇ´ıta´n´ı model˚u v tomto forma´tu, rozhodl jsem
se vytvorˇit vlastn´ı implementaci nacˇ´ıta´n´ı tohoto forma´tu. V posledn´ı verzi je modul pro
nacˇ´ıta´n´ı soubor˚u ply omezen na ascii ko´dova´n´ı dat, ktere´ vsˇak plneˇ postacˇuje pro potˇreby
tohoto programu. Nacˇten´ı hlavicˇky zpra´vy je, obdobneˇ jako naprˇ´ıklad implementace pro-
tokolu, realizova´no pomoc´ı konecˇne´ho automatu, jehozˇ sche´ma mu˚zˇete videˇt na obra´zku
5.2. Automat ve svy´ch stavech prova´d´ı jak nacˇten´ı parametr˚u prˇ´ıkazu, tak oveˇrˇen´ı jejich
validity a podpory v aplikaci. Prˇechody mezi stavy automatu jsou na´sledneˇ prova´deˇny na
za´kladeˇ nacˇten´ı kl´ıcˇove´ho slova na´sleduj´ıc´ı polozˇky. V prˇ´ıpadeˇ nacˇten´ı uvozuj´ıc´ıho slova
comment, je cely´ rˇa´dek ignorova´n bez ohledu na jeho obsah.
Modul ma´ vestaveˇnou kontrolu typ˚u, takzˇe v prˇ´ıpadeˇ nekompatibiln´ıho typu uvedene´ho
v hlavicˇce souboru vyp´ıˇse varova´n´ı, prˇ´ıpadneˇ nacˇ´ıta´n´ı souboru ukoncˇ´ı, pokud by bylo
pravdeˇpodobne´, zˇe model nebude spra´vneˇ nacˇten. Prˇestozˇe je implementova´na plna´ podpora
vsˇech datovy´ch typ˚u souboru ply vcˇetneˇ typu seznam je doporucˇeno pouzˇ´ıvat v modelech
shodne´ rozdeˇlen´ı typ˚u, jake´ je pouzˇ´ıva´no v modelech beˇzˇneˇ dostupny´ch na Internetu, tj.
jmenovity´ vy´cˇet typ˚u pro seznam vrchol˚u a typ seznam pro seznam stran.
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Obra´zek 5.2: Konecˇny´ automat zobrazuj´ıc´ı princip nacˇten´ı hlavicˇky souboru ve forma´tu ply
5.2.4 Na´vrh a vytvorˇen´ı model˚u pro LoD
Pro spra´vne´ fungova´n´ı staticke´ho LoD je tˇreba dobrˇe navrhnout a vytvorˇit jednotlive´ mode-
ly tak, aby pomeˇrneˇ rovnomeˇrneˇ pokry´valy celou sˇ´ıˇri kvalit, ve ktery´ch mohou by´t modely
zˇa´da´ny. Jednotlive´ instance model˚u v urcˇite´ kvaliteˇ lze bud’ vytva´rˇet rucˇneˇ, nebo za uzˇit´ı
automatizovane´ho na´stroje. Pro potˇreby tohoto projektu jsem jednotlive´ instance model˚u
vytva´rˇel rucˇneˇ, cˇehozˇ na´sledkem je nerovnomeˇrne´ pokryt´ı sˇ´ıˇre kvality. Neˇktere´ modely jsem
vytvorˇil v r˚uzne´ kvaliteˇ s ohledem na jejich texturu (model Cube), neˇktere´ s ohledem
na kvalitu modelu (model Monkey), prˇ´ıpadneˇ jsem zjednodusˇoval texturu i model (model
Sphere).
5.2.5 Nacˇ´ıta´n´ı souboru s popisem sce´ny
Jak jizˇ bylo rˇecˇeno drˇ´ıve, hlavn´ım u´cˇelem klienta v tomto projektu je stazˇen´ı a zobrazen´ı
trojrozmeˇrny´ch model˚u. Pro popis sce´ny jsem si vytvorˇil vlastn´ı forma´t souboru. Jedna´ se
o textovy´ soubor, kde kazˇdy´ rˇa´dek definuje pozici pro vykreslen´ı jednoho modelu. Prˇ´ıklad
tohoto rˇa´dku mu˚zˇete videˇt n´ızˇe.
Sphere;1.0;1.0;1.0;0.0;0.0;0.0;0.0;0.0;0.0;-100.0
Jedna´ se o rˇa´dek, jehozˇ jednotlive´ za´znamy jsou oddeˇleny stˇredn´ıkem. Na prvn´ım mı´steˇ se
vzˇdy nacha´z´ı rˇeteˇzec urcˇuj´ıc´ı jme´no modelu, rozliˇsuje velka´ a mala´ p´ısmena, na´sleduje tro-
jice hodnot urcˇuj´ıc´ı zveˇtˇsen´ı cˇi zmensˇen´ı modelu podle osy x, y a z. Na´sleduje cˇtverˇice cˇ´ısel,
z nichzˇ prvn´ı urcˇuje velikost u´hlu rotace a na´sleduj´ıc´ı tˇri normalizovany´ vektor smeˇru rotace.
Trojice cˇ´ısel na konci za´znamu definuje posun modelu. Jednotlive´ operace jsou s modelem
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prova´deˇny ve stejne´m porˇad´ı, jak se vyskytuj´ı v za´znamu, tedy nejprve je provedeno zveˇtˇsen´ı
cˇi zmensˇen´ı modelu, na´sleduje rotace a nakonec je vy´sledek posunut na danou pozici. Vzhle-
dem k tomu, zˇe jsem v pr˚ubeˇhu pra´ce cˇasto tyto soubory meˇnil, implementoval jsem mozˇnost
komenta´rˇ˚u, ktere´ jsou podobneˇ jako u mnoha skriptovac´ıch jazyk˚u uvozeny znakem #. Takto
oznacˇene´ rˇa´dky jsou parsovac´ım programem ignorova´ny.
Klient, po sve´m spusˇteˇn´ı, nacˇte soubor s popisem sce´ny prˇedany´ jako parametr, prohleda´
jej a zjist´ı, ktere´ vykreslen´ı je pro kazˇdy´ z r˚uzny´ch model˚u nejbl´ızˇe ke kamerˇe a dle tohoto
nastaven´ı pozice modelu vypocˇ´ıta´ jeho potˇrebnou kvalitu.
5.2.6 Vykreslova´n´ı a prˇ´ıjem dat sce´ny
V prvn´ıch verz´ıch projektu bylo vykreslova´n´ı a nacˇ´ıta´n´ı sce´ny prova´deˇno ve formeˇ iterace,
obdobneˇ jako je prova´deˇna obsluha klient˚u serverem. Data, cˇekaj´ıc´ı na s´ıt’ove´m rozhran´ı,
klient zpracova´val prˇednostneˇ a pokud zˇa´dna´ data neprˇicha´zela, prova´deˇl vykreslova´n´ı obra-
zovky. Vzhledem k tomu, zˇe se jednalo o statickou sce´nu s pevneˇ umı´steˇnou kamerou, byla
tato implementace plneˇ dostacˇuj´ıc´ı. To vsˇak prˇestalo platit v momenteˇ, kdy jsem imple-
mentoval pohyblivou kameru. Prˇi prioritizaci prˇ´ıjmu dat ze s´ıteˇ meˇla aplikace prˇ´ıliˇs n´ızky´
pocˇet sn´ımk˚u za vterˇinu, prˇi prioritizaci vykreslova´n´ı zase nebylo velke´ mnozˇstv´ı dat prˇijato,
protozˇe cˇekaly na vstupu prˇ´ıliˇs dlouho. Z tohoto d˚uvodu jsem byl donucen zmeˇnit sta´vaj´ıc´ı
ko´d a implementovat vykreslovac´ı smycˇku a smycˇku prˇ´ıjmu dat do dvou synchronneˇ beˇzˇ´ıc´ıch
vla´ken.
Hlavn´ı vla´kno aplikace po spusˇteˇn´ı klienta provede inicializaci graficke´ho rozhran´ı a vy-
tvorˇ´ı nove´ vla´kno, ktere´ dle popisu sce´ny stahuje modely a prˇida´va´ je tˇr´ıdeˇ zastˇresˇuj´ıc´ı
prˇ´ıstup k OpenGl rozhran´ı. Hlavn´ı vla´kno da´le pokracˇuje smycˇkou, ktera´ prova´d´ı vykreslo-
van´ı a obsluhu vstup˚u uzˇivatele. Vzhledem k tomu, zˇe vy´sˇe zmı´neˇna´ tˇr´ıda prˇ´ıstupu k OpenGl
rozhran´ı nen´ı implementova´na s ohledem na bezpecˇnost prˇi pouzˇit´ı vla´ken, osˇetˇril jsem
jaky´koli prˇ´ıstup k n´ı pomoc´ı mutex˚u.
5.2.7 Prˇ´ıstup k s´ıt’ove´mu rozhran´ı a implementace protokolu
Prˇ´ıstup k s´ıt’ove´mu zarˇ´ızen´ı je realizova´n pomoc´ı standardn´ıch knihoven BSD sockets,
pouzˇ´ıvany´ch na vsˇech POSIX syste´mech. Vzhledem k tomu, zˇe je v tomto projektu cˇasto
pouzˇ´ıva´no knihoven boost, provedl jsem pokus o nahrazen´ı BSD soket˚u knihovnami asio,
ktere´ jsou distribuova´ny spolecˇneˇ s knihovnami boost a umozˇnily by kompatibilitu i s neˇkte-
ry´mi POSIX nekompatibiln´ımi syste´my. Nicme´neˇ z d˚uvod˚u cˇa´stecˇne´ nekompatibility teˇchto
knihoven s jizˇ napsany´m ko´dem tohoto projektu jsem byl nucen navra´tit se zpeˇt k BSD
knihovna´m.
Pro implementaci logiky protokolu jsem se po prˇedchoz´ıch zkusˇenostech s programova´n´ım
s´ıt’ovy´ch aplikac´ı rozhodl pouzˇ´ıt konecˇny´ch automat˚u. Jejich vy´hodou je snadna´ a jednodu-
cha´ implementace jak stav˚u, ktere´ reaguj´ı na prˇ´ıchoz´ı zpra´vy, tak stav˚u reaguj´ıc´ıch na cˇeka´n´ı
na jina´ zarˇ´ızen´ı (naprˇ´ıklad nacˇ´ıta´n´ı soubor˚u z disku). Grafy tohoto konecˇne´ho automatu
mu˚zˇete videˇt na obra´zku 5.3 pro server a na obra´zku 5.4 pro klienta. V obou grafech je
vyuzˇito oznacˇen´ı zpra´v, tak jak bylo popsa´no v kapitole 4. Prˇechody mezi stavy jsou za´visle´
zpravidla na prˇijet´ı cˇi odesla´n´ı neˇjake´ zpra´vy. Jme´na stav˚u jsou vytvorˇena dle jednoduche´ho
pravidla. Prvn´ı znak vyznacˇuje, zda-li je neˇjaka´ zpra´va ve stavu ocˇeka´va´na (znak A) cˇi
odes´ıla´na (znak O). Pokud jme´no zpra´vy obsahuje pouze dveˇ cˇa´sti, tj. pouze jeden znak _,
oznacˇuje druha´ cˇa´st jme´no ocˇeka´vane´/odes´ılane´ zpra´vy. Prˇi v´ıce nezˇ dvou cˇa´stech na´zvu,
oznacˇuje druha´ cˇa´st jme´no zpra´vy, na jej´ızˇ odesla´n´ı jsou ocˇeka´vane´ cˇi odes´ılane´ zpra´vy
za´visle´. Vsˇechny dalˇs´ı cˇa´sti pote´ oznacˇuj´ı ocˇeka´vane´ cˇi odes´ılane´ zpra´vy. Naprˇ´ıklad stav
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pojmenovany´ A_TEX_ACK_RESEND oznacˇuje stav, kdy je ocˇeka´va´na jedna ze zpra´v ACK cˇi
RESEND, ktera´ prˇijde jako odpoveˇd’ na zpra´vu TEX.
Obra´zek 5.3: Konecˇny´ automat zobrazuj´ıc´ı cˇinnost serveru
24




V te´to kapitole jsou prezentova´ny vy´sledky test˚u, ktere´ jsem s dokoncˇeny´m programem
provedl. Da´le je popsa´no prostˇred´ı a podmı´nky, za ktery´ch bylo testova´n´ı prova´deˇno.
Vsˇechny testy jsou zameˇrˇeny na komunikacˇn´ı protokol vyv´ıjene´ho programu.
6.1 Smysl testova´n´ı
Beˇhem vy´voje programu jsem prova´deˇl dva typy test˚u. Prvn´ım typem je jednoduche´ te-
stova´n´ı programu za beˇzˇny´ch podmı´nek, jehozˇ c´ılem bylo zjistit optima´ln´ı nastaven´ı pro
beˇh programu. Beˇhem tohoto testova´n´ı jsem sledoval pouze jednu velicˇinu a to s jaky´m
nejmensˇ´ım nastaven´ım funguje program za beˇzˇny´ch podmı´nek optima´lneˇ. Druhy´ typ testu
ma´ za c´ıl zjistit, jak se aplikace chova´ za podmı´nek netestovatelny´ch v beˇzˇne´m s´ıt’ove´m
prostˇred´ı, jako je vliv r˚uzne´ rychlosti linky mezi serverem a klientem, cˇi ztra´ta prˇena´sˇeny´ch
zpra´v.
6.2 Prostrˇed´ı, ve ktere´m byly testy prova´deˇny
Prostˇred´ı testova´n´ı je zde popsa´no pouze strucˇneˇ s ohledem na jednotlive´ druhy test˚u.
Konkre´tn´ı popis konfigurace hostuj´ıc´ıho pocˇ´ıtacˇe a nastaven´ı pouzˇite´ho softwaru mu˚zˇete
naj´ıt v prˇ´ıloze A.
6.2.1 Testova´n´ı optima´ln´ıho nastaven´ı
Vesˇkere´ testy optima´ln´ıho nastaven´ı byly prova´deˇny na s´ıt’ove´ smycˇce me´ho pocˇ´ıtacˇe, prˇ´ı-
padneˇ na s´ıt’ove´m spojen´ı mezi my´m pocˇ´ıtacˇem a sˇkoln´ım serverem Merlin.
6.2.2 Testova´n´ı chova´n´ı programu za nestandardn´ıch podmı´nek
Testy chova´n´ı programu za nestandardn´ıch podmı´nek byly prova´deˇny na me´m pocˇ´ıtacˇi, kde
jsem pro simulaci druhe´ho pocˇ´ıtacˇe vytvorˇil virtua´ln´ı stroj prˇipojeny´ do loka´ln´ı pocˇ´ıtacˇove´
s´ıteˇ. Jako operacˇn´ı syste´m virtua´ln´ıho stroje jsem pouzˇil syste´m totozˇny´ s operacˇn´ım
syste´mem me´ho pocˇ´ıtacˇe. Kvalitu s´ıt’ove´ho prostˇred´ı jsem simuloval za pouzˇit´ı programu
Transmission Control, jenzˇ je soucˇa´st´ı bal´ıku iproute2 dostupne´ho ve veˇtˇsineˇ soucˇasny´ch
linuxovych distribuc´ı. Pro simulaci omezen´ı rychlosti s´ıteˇ bylo pouzˇito algoritmu Hier-
archical Token Bucket (hierarchicke´ znacˇkova´n´ı pameˇti), jenzˇ je implementova´n v pro-
gramu Transmission Control. Vzhledem k male´mu mnozˇstv´ı prˇena´sˇeny´ch dat od klienta
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k serveru a na´rocˇnost´ı simulace obousmeˇrne´ho omezen´ı s´ıt’ove´ho spojen´ı bylo omezova´no
pouze spojen´ı od virtua´ln´ıho pocˇ´ıtacˇe, na ktere´m byl spusˇteˇn server, k pocˇ´ıtacˇi hosti-
telske´mu.
6.3 Optima´ln´ı nastaven´ı programu
Pro rychlost prˇenosu model˚u je kriticka´ velikost zpra´v v jaky´ch jsou zas´ıla´ny. Jsou-li zpra´vy
prˇ´ıliˇs male´, dojde vlivem vysˇsˇ´ı rezˇie na skla´da´n´ı a rozkla´da´n´ı zpra´v k vy´razne´mu sn´ızˇen´ı
rychlosti prˇenosu dat. Proto je v za´jmu uzˇivatele nastavit velikost zpra´vy na co nejvysˇsˇ´ı
hodnotu. Prˇestozˇe je maxima´ln´ı teoreticka´ velikost zpra´vy protokolu UDP 64KB, je rea´lna´
maxima´ln´ı velikost pouzˇitelna´ v s´ıti Internet mnohem nizˇsˇ´ı. Nikde totizˇ nen´ı definova´no,
jak velke´ UDP zpra´vy maj´ı nebo mohou by´t a tak si tuto hodnotu urcˇuj´ı vy´robci a majitele´
s´ıt’ovy´ch zarˇ´ızen´ı sami. Cˇetny´mi experimenty jsem zjistil, zˇe prˇi spusˇteˇn´ı klienta i serveru
na jednom pocˇ´ıtacˇi, kdy je jejich komunikace realizova´na prˇes s´ıt’ovou smycˇku, lze skutecˇneˇ
te´to teoreticke´ hodnoty dosa´hnout. Nicme´neˇ prˇi komunikaci prˇes Internet jsou zpra´vy veˇtˇs´ı
nezˇ zhruba 5000 bajt˚u zahazova´ny vzˇdy a zpra´vy veˇtˇs´ı nezˇ zhruba 3500 bajt˚u pouze neˇkdy,
v za´vislosti na tom, jak jsou konkre´tn´ı zarˇ´ızen´ı, prˇes ktere´ datovy´ tok proud´ı, konfigurova´na.
Tyto hodnoty jsou vsˇak platne´ pouze pro komunikaci mezi mnou testovany´mi pocˇ´ıtacˇi,
konkre´tneˇ mezi sˇkoln´ım serverem Merlin a my´m pocˇ´ıtacˇem. Proto je lze bra´t pouze jako
orientacˇn´ı a konkre´tn´ı nastaven´ı serveru a klienta je nutne´ prozkoumat omezen´ı pouzˇ´ıvane´
s´ıteˇ. Ve vy´choz´ım nastaven´ı aplikace je pouzˇita hodnota 3500 bajt˚u, cozˇ je prˇiblizˇneˇ maxi-
mum, ktere´ zajiˇst’ovalo prˇi my´ch experimentech spolehlivy´ provoz.
Dalˇs´ım z parametr˚u, ktery´ ovlivnˇuje rychlost prˇenosu dat, je spra´vna´ synchronizace mezi
serverem a klientem. Vzhledem k tomu, zˇe mnou implementovany´ protokol nema´ zˇa´dny´
synchronizacˇn´ı mechanizmus, je nutne´ nastavit serveru, jehozˇ odes´ılac´ı algoritmus je mı´rneˇ
rychlejˇs´ı nezˇ prˇij´ımaj´ıc´ı algoritmus klienta, zpozˇdeˇn´ı, ktere´ zajist´ı, zˇe server nebude data
odes´ılat rychleji, nezˇ je klient schopen prˇij´ımat. Tento proble´m zp˚usobuje, zˇe klient si mus´ı
vyzˇa´dat doposla´n´ı zpra´v, ktere´ nestihl prˇijmout a prˇedevsˇ´ım d´ıky nutne´ prodleveˇ prˇed t´ımto
znovu vyzˇa´da´n´ım, je zpomalova´na rychlost prˇenosu dat modelu. Prˇ´ıcˇinou tohoto rozd´ılu
v rychlosti mezi odes´ılac´ım algoritmem serveru a prˇij´ımac´ım algoritmem klienta lze prˇipsat
na vrub veˇtˇs´ı slozˇitosti operac´ı, ktere´ mus´ı klient prˇi prˇ´ıjmu dat prova´deˇt. Pro otestova´n´ı
chova´n´ı te´to charakteristiky programu jsem provedl dva testy. Prvn´ı spocˇ´ıval ve spusˇteˇn´ı
serveru i klienta na stejne´m pocˇ´ıtacˇi a proveden´ı se´rie test˚u, ve ktery´ch jsem pozoroval,
zda-li klient pozˇadoval po serveru doposla´n´ı dat. Velikost zpozˇdeˇn´ı serveru potˇrebne´ho pro
hladky´ pr˚ubeˇh komunikace jsem takto vymeˇrˇil na 3 ms. Druhy´m testem byla realizace ko-
munikace prˇes rea´lne´ s´ıt’ove´ prostˇred´ı. Proces serveru jsem spustil na sˇkoln´ım serveru Merlin,
ke ktere´mu jsem prˇipojil klienta ze sve´ho doma´c´ıho pocˇ´ıtacˇe. Prˇi experimentova´n´ı na tomto
spojen´ı jsem se zameˇrˇil prˇedevsˇ´ım na zjiˇsteˇn´ı, ovlivnˇuje-li vzda´lenost mezi komunikuj´ıc´ımi
subjekty potˇrebnou dobu zpozˇdeˇn´ı serveru. Po se´rii test˚u jsem ke sve´mu prˇekvapen´ı zji-
stil, zˇe se tato zjiˇst’ovana´ hodnota zveˇtˇsila na cely´ch 9 ms. Zopakoval jsem jesˇteˇ neˇkolikra´t
test s hodnotou zpozˇdeˇn´ı serveru nastavenou na 8 ms a 9 ms se zjiˇsteˇn´ım, zˇe nedocha´z´ı
k pozorovatelny´m rozd´ıl˚um v za´vislosti na zmeˇna´ch ve vyt´ızˇen´ı s´ıteˇ. Na za´kladeˇ tohoto
posledn´ıho meˇrˇen´ı jsem dospeˇl k za´veˇru, zˇe zmeˇna v hodnoteˇ potˇrebne´ho zpozˇdeˇn´ı serveru
je zaprˇ´ıcˇineˇna prˇedevsˇ´ım vy´razneˇ veˇtˇs´ım vy´pocˇetn´ım vy´konem sˇkoln´ıho serveru Merlin.
Posledn´ım z parametr˚u ovlivnˇuj´ıc´ıch chova´n´ı protokolu prˇena´sˇej´ıc´ıho modely je nastave-
n´ı doby, po kterou se cˇeka´ na dalˇs´ı cˇa´st dat. Kdyzˇ klient prˇij´ıma´ data, resetuje prˇi kazˇde´m
prˇijet´ı dat vnitˇrn´ı cˇ´ıtacˇ, po jehozˇ vyprsˇen´ı prohla´s´ı zbytek neprˇijaty´ch dat za ztracena´
a zazˇa´da´ o jejich doposla´n´ı. Vzhledem k implementacˇn´ım za´vislostem je prˇesnost tohoto
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cˇ´ıtacˇe omezena na cele´ vterˇiny (ve smyslu doplneˇn´ı hodnoty na celou vterˇinu, tj. 1001
ms je rozezna´no jako 2 vterˇiny) a to i prˇes to, zˇe jeho hodnota je zada´va´na v ms. Aby
nedocha´zelo ke zbytecˇne´mu prˇeteˇzˇova´n´ı pocˇ´ıtacˇe smycˇkou cˇekaj´ıc´ı na nove´ prˇ´ıchoz´ı zpra´vy,
je v modulu obsluhuj´ıc´ı s´ıt’ove´ rozhran´ı nastaveno cˇeka´n´ı na prˇijet´ı zpra´vy na 1 vterˇinu. Azˇ
po te´to jedne´ vterˇineˇ dojde k navra´cen´ı ze smycˇky prˇij´ımaj´ıc´ı prˇ´ıchoz´ı data s neprˇ´ıznivy´m
vy´sledkem a pouze v tomto prˇ´ıpadeˇ oveˇrˇuje konecˇny´ automat klienta, zda-li nevyprsˇel cˇas
pro cˇeka´n´ı na dalˇs´ı zpra´vu. Z tohoto d˚uvodu je doporucˇeno ponechat pro kvalitn´ı prˇipojen´ı
na minima´ln´ı hodnoteˇ cˇeka´n´ı na prˇeposla´n´ı, ktera´ je 1 vterˇina. Pouze v prˇ´ıpadeˇ, zˇe je spojen´ı
velmi nekvalitn´ı a rozd´ıl v latenci s´ıteˇ mu˚zˇe prˇesa´hnout 1 vterˇinu (naprˇ´ıklad u mobiln´ıch
prˇipojen´ı), je zmeˇna tohoto nastaven´ı relevantn´ı.
6.4 Testova´n´ı chova´n´ı programu v simulovane´m s´ıt’ove´m
prostrˇed´ı
Meˇrˇen´ı bylo prova´deˇno na prˇenosu modelu Monkey, jenzˇ je slozˇen ze 70848 vrchol˚u a z 23616
troju´heln´ık˚u s texturou v rozliˇsen´ı 1024x1024 pixel˚u, cozˇ dohromady cˇin´ı prˇiblizˇneˇ 10MB
dat. Beˇhem test˚u byl sledova´n cˇas kompletn´ıho stazˇen´ı modelu a ma´-li simulovany´ faktor
neˇjakou vazbu na neˇktere´ z nastaven´ı aplikace. U parametr˚u programu, ktere´ nejsou uvedene´
v tabulce, nebyla pozorova´na prˇ´ıma´ vazba na simulovanou podmı´nku. Vzhledem k tomu,
zˇe simulace jsou pomeˇrneˇ cˇasoveˇ na´rocˇne´, bylo testova´n´ı omezeno pouze na jedno meˇrˇen´ı.
6.4.1 Omezen´ı prˇenosove´ rychlosti
Tento test sledoval, jaky´ vliv na beˇh programu ma´ omezen´ı prˇenosove´ rychlosti od serveru ke
klientu. Jako vy´choz´ı hodnoty pro parametry beˇhem test˚u jsem pouzˇil optima´ln´ı nastaven´ı
programu prˇi nelimitovane´m prˇenosu. Prˇi zpozˇdeˇn´ı serveru nastavene´m na 2ms, je model
prˇenesen bez ztra´ty dat beˇhem 9537ms.
Jak mu˚zˇete videˇt z tabulky 6.1, jediny´m parametrem, u neˇjzˇ byla pozorova´na za´vislost
na prˇenosove´ rychlosti, je optima´ln´ı zpozˇdeˇn´ı serveru (parametry, u ktery´ch za´vislost po-
zorova´na nebyla, nejsou uva´deˇny). U tohoto parametru lze pozorovat celkem tˇri etapy
vy´voje. Kazˇda´ z nich je zaprˇ´ıcˇineˇna´ odliˇsnou vazbou na prˇenosovou rychlost. Prvn´ı etapa je
prˇi prˇenosove´ rychlosti mensˇ´ı nezˇ prˇiblizˇneˇ 200 kbit/s. Zde docha´z´ı k proble´mu zaprˇicˇineˇne´mu
t´ım, zˇe omezen´ı rychlosti bylo simulova´no na u´rovni odchoz´ı komunikace virtua´ln´ıho pocˇ´ıtacˇe.
Pokud nen´ı nastaveno zpozˇdeˇn´ı, beˇzˇ´ıc´ı proces serveru odes´ıla´ data tak rychle, zˇe dojde
k prˇeplneˇn´ı vyrovna´vac´ıho bufferu pocˇ´ıtacˇe a neˇktere´ zpra´vy jsou zahazova´ny. V druhe´
etapeˇ, k n´ızˇ docha´z´ı prˇi rychlostech prˇiblizˇneˇ mezi 200 kbit/s azˇ 7000 kbit/s, lze pozorovat
stav, kdy server odes´ıla´ dostatecˇneˇ pomalu, aby nedosˇlo k zaplneˇn´ı vyrovna´vac´ıho bufferu,
ale zpra´vy jsou omezen´ım s´ıteˇ zpozˇdeˇny natolik, zˇe se neprojev´ı vysˇsˇ´ı rychlost serveru.
V posledn´ı etapeˇ, prˇi rychlosti prˇesahuj´ıc´ı 7000 kbit/s, jizˇ nedocha´z´ı ke zkracova´n´ı prˇenosove´
doby - rychlost prˇenosu je jizˇ omezova´na vy´konem pocˇ´ıtacˇe a nikoli prova´deˇnou simulac´ı.
Zde lze pozorovat, zˇe hodnota optima´ln´ıho zpozˇdeˇn´ı serveru je totozˇna´ jako prˇi neomezene´
simulaci.
Z obra´zku 6.1, ve ktere´m jsou pouzˇity i hodnoty, ktere´ jsem z d˚uvod˚u jejich vysoke´ho
pocˇtu vynechal v tabulce 6.1, lze rozpoznat, zˇe cˇas, za ktery´ je model prˇenesen, klesa´
s prˇiby´vaj´ıc´ı rychlost´ı exponencia´lneˇ. Du˚vodem te´to exponencia´ln´ı za´vislosti je prˇedevsˇ´ım






























Tabulka 6.1: Tabulka meˇrˇen´ı cˇasu stazˇen´ı dat v za´vislosti na prˇenosove´ rychlosti
6.4.2 Prostrˇed´ı se ztra´tou zpra´v
Obdobneˇ jako u prˇedchoz´ıho testu byla i u tohoto sledova´na prˇedevsˇ´ım doba, za kterou jsou
data modelu prˇenesena, a to na jinak neomezene´m s´ıt’ove´m spojen´ı. Dalˇs´ımi sledovany´mi
informacemi byl pocˇet zˇa´dost´ı o doposla´n´ı zpra´v prˇi prˇenosu textury a prˇi prˇenosu mode-
lu. Program byl testova´n s nastaven´ım zpozˇdeˇn´ı serveru na 2ms, zˇa´dost o prˇeposla´n´ı dat
odes´ılanou po 1 vterˇineˇ a velikost zpra´v nastavenou na vy´choz´ıch 3500 bajt˚u.
Jak je videˇt z tabulky 6.2, nebyla tentokra´t zjiˇsteˇna zˇa´dna´ za´vislost mezi pocˇtem ztra-
ceny´ch zpra´v a nastaven´ım programu. Jediny´m parametrem, ktery´ by ovlivnil rychlost
prˇenesen´ı modelu, je de´lka cˇeka´n´ı na znovu zazˇa´da´n´ı o data, ale ten je v optima´ln´ı kon-
figuraci nastaven na 1 vterˇinu, cozˇ je jeho minima´ln´ı funkcˇn´ı nastaven´ı, a proto take´ nen´ı
uveden v tabulce.
Na obra´zku 6.2 lze videˇt, zˇe vztah mezi rostouc´ı ztra´tou paket˚u a dobou stazˇen´ı mo-
delu je linea´rn´ı. Mı´rnou neprˇesnost nameˇrˇeny´ch hodnot v tomto grafu lze prˇicˇ´ıst na vrub
prˇedevsˇ´ım nedostatecˇne´ velikosti modelu a nedostatecˇne´mu pocˇtu test˚u pro kompenzova´n´ı
statisticke´ chyby. Bohuzˇel, jak jizˇ bylo uvedeno drˇ´ıve, veˇtˇs´ı pocˇet test˚u nebylo mozˇne´ prove´st
prˇedevsˇ´ım z d˚uvod˚u velke´ cˇasove´ na´rocˇnosti kazˇde´ho z test˚u.
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5 3 2 18223
10 6 4 27736
15 8 7 41193
20 9 6 44376
25 19 8 68471
30 15 13 77100
35 20 17 94504
40 25 16 113719
Tabulka 6.2: Vy´sledky simulace s´ıteˇ s r˚uzny´m pocˇtem ztraceny´ch zpra´v
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Obra´zek 6.2: Graf za´vislosti de´lky prˇenosu na pocˇtu ztraceny´ch zpra´v
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Kapitola 7
Za´veˇr a diskuze vy´sledk˚u
Zde je provedeno zhodnocen´ı cˇinnosti, popsa´no uzˇivatelske´ rozhran´ı projektu a doporucˇene´
parametry.
7.1 Manua´l k pouzˇit´ı programu
7.1.1 Prˇelozˇen´ı projektu a generova´n´ı dokumentace
Program je jednodusˇe prˇelozˇitelny´ pomoc´ı programu make na pocˇ´ıtacˇi s POSIX operacˇn´ım
syste´mem a instalovany´mi knihovnami OpenGl cˇi Mesa, SDL, SDL_image, POSIX thread
(pthread) a v neposledn´ı rˇadeˇ take´ knihovnou boost ve verzi nejme´neˇ 1.35. Pro samotny´
prˇeklad je potˇreba programu make a kompila´tor gcc, cˇi jejich plnohodnotna´ kompatibiln´ı
na´hrada. Pro automaticke´ generova´n´ı dokumentace lze vyuzˇ´ıt program doxygen.
Prˇeklad projektu a vygenerova´n´ı dokumentace lze prove´st pomoc´ı spusˇteˇn´ı prˇ´ıkazu make
bez parametr˚u v adresa´rˇi se zdrojovy´mi soubory:
$ make
V prˇ´ıpadeˇ, zˇe uzˇivatel nechce generovat dokumentaci, lze pouzˇ´ıt prˇ´ıkaz:
$ make ibp
Nakonec samotne´ generova´n´ı dokumentace je provedeno pomoc´ı:
$ make doc
Prˇelozˇen´ı projektu na serveru Merlin a pocˇ´ıtacˇ´ıch v ucˇebna´ch
Beˇhem testova´n´ı protokolu jsem spousˇteˇl server na sˇkoln´ım serveru Merlin, prˇicˇemzˇ jsem
zjistil proble´m prˇi sestaven´ı programu, kdy utilita sdl-config knihovny SDL vygeneruje
chybne´ odkazy na knihovny (kombinuje 32bitove´ a 64bitove´ knihovny). Tento proble´m jsem
pozoroval vy´hradneˇ na serveru Merlin, na pocˇ´ıtacˇi v ucˇebna´ch probeˇhlo sestaven´ı programu
bez proble´mu˚. Pro kompilaci programu na serveru Merlin je tˇreba v souboru Makefile
nahradit rˇa´dek
SDLFLAGS = ‘sdl-config --cflags --libs‘ -lSDL_image
za rˇa´dek
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SDLFLAGS = -I/usr/include/SDL -D_GNU_SOURCE=1 \\
-D_REENTRANT -L/usr/lib -lSDL -lpthread -lSDL_image
Tato u´prava obcha´z´ı syste´m generuj´ıc´ı parametry pro sestaven´ı programu, a proto je funkcˇn´ı
pouze prˇi sta´vaj´ıc´ı konfiguraci serveru Merlin.
7.1.2 Spusˇteˇn´ı projektu a popis parametr˚u
Prˇelozˇen´ım projektu je v pracovn´ım adresa´rˇi vytvorˇen mimo jine´ take´ spustitelny´ soubor
ibp. Ten obsahuje implementaci jak serveru tak klienta a nejsou tedy vytva´rˇeny dva oddeˇlene´
programy pro klienta a server. Server a klienta je mozˇne´ spustit na´sledovneˇ:
$ ./ibp client <popis sceny> <adresa> <port> [prepinace]
$ ./ibp server <port> <adresar> [prepinace]
Kde <popis sceny> oznacˇuje soubor s popisem sce´ny (soubory s prˇ´ıponou sc), <adresa>
oznacˇuje adresu ip protokolu nebo dome´nove´ jme´no serveru, <port> oznacˇuje cˇ´ıslo portu,
prˇ´ıpadneˇ jeho oznacˇen´ı, tak jak je uvedeno v souboru /etc/services. Posledn´ım z povinny´ch
parametr˚u je <adresar>, jenzˇ oznacˇuje adresa´rˇ s daty modelu. Nepovinne´ parametry jsou
oznacˇeny [prepinace] a jejich popis mu˚zˇete nale´zt v tabulka´ch 7.1 a 7.2.
Prˇep´ınacˇ Vy´znam prˇep´ınacˇe
-sw ms Nastav´ı de´lku pauzy v milisekunda´ch, po kterou server cˇeka´
vzˇdy, kdyzˇ odesˇle zpra´vu klientovi. Slouzˇ´ı pro zamezen´ı
zahlcen´ı klienta. Vy´choz´ı nastaven´ı je 0 ms.
-s vel Nastav´ı maxima´ln´ı prˇ´ıpustnou velikost jedne´ zpra´vy. Hod-
nota vel uda´va´ velikost zpra´vy v bajtech. Vy´choz´ı nastaven´ı
je 3500.
-na Vypne pouzˇit´ı akcˇn´ı mapy. Tato mapa zobrazuje aktua´ln´ı
cˇinnost serveru (jake´ zpra´vy jsou odes´ıla´ny a prˇij´ıma´ny).
Tabulka 7.1: Volitelne´ prˇep´ınacˇe serveru
7.1.3 Popis ovla´da´n´ı kamery
Pohyb ve sce´neˇ je ovla´da´n vy´hradneˇ pomoc´ı mysˇi, kla´vesnici lze pouzˇ´ıt pro snadne´ ukoncˇen´ı
klienta. Jednotlive´ mozˇnosti mu˚zˇete naj´ıt v tabulce 7.3.
7.2 Diskuze vy´sledku a mozˇny´ch rozsˇ´ıˇren´ı
Cı´lem te´to bakala´rˇske´ pra´ce bylo naprogramova´n´ı syste´mu pro prˇenos trojrozmeˇrne´ ge-
ometrie staticke´ sce´ny prˇes s´ıt’ove´ rozhran´ı, cozˇ se mi prˇes mnozˇstv´ı mozˇny´ch vylepsˇen´ı,
obzvla´sˇteˇ v graficke´m a uzˇivatelske´m rozhran´ı, zdarˇilo.
Beˇhem programova´n´ı te´to bakala´rˇske´ pra´ce jsem z´ıskal spoustu znalost´ı ohledneˇ graficke´
knihovny OpenGl, rozhran´ı SDL, vytva´rˇen´ı a programova´n´ı komunikacˇn´ıho protokolu, ale
take´ jazyka C++ a jeho standardn´ıch knihoven. Bohuzˇel z´ıska´va´n´ı novy´ch znalost´ı se
neobesˇlo bez omyl˚u a pozdn´ıch zjiˇsteˇn´ı a tak existuje v ko´du aplikace mnoho mı´st, ktere´
by bylo mozˇne´ napsat jinak - efektivneˇji a jednodusˇeji. Veliky´m prˇ´ınosem bylo take´ z´ıska´n´ı
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Prˇep´ınacˇ Vy´znam prˇep´ınacˇe
-s vel Nastav´ı maxima´ln´ı prˇ´ıpustnou velikost jedne´ zpra´vy. Hod-
nota vel uda´va´ velikost zpra´vy v bajtech. Vy´choz´ı nastaven´ı
je 3500.
-rw wait Nastav´ı cˇasovou lh˚utu, po kterou se cˇeka´ na prˇ´ıchod zpra´v.
Pokud je tato lh˚uta prˇekrocˇena, je zazˇa´da´no o doposla´n´ı
zpra´vy.
-w width Nastav´ı pozˇadovanou sˇ´ıˇrku okna cˇi rozliˇsen´ı aplikace.
Vy´choz´ı nastaven´ı je 640.
-h height Nastav´ı pozˇadovanou vy´sˇku okna cˇi rozliˇsen´ı aplikace.
Vy´choz´ı nastaven´ı je 480.
-d depth Nastav´ı pozˇadovany´ pocˇet barev. Vy´choz´ı nastaven´ı je 32.
-f Nastav´ı automaticke´ prˇepnut´ı aplikace do fullscreenu.
Tabulka 7.2: Volitelne´ prˇep´ınacˇe klienta
Vstup uzˇivatele Vy´sledna´ akce
kla´vesa escape Provede okamzˇite´ ukoncˇen´ı
klienta
pohyb mysˇi prˇi stisknute´m leve´m tlacˇ´ıtku Provede pohyb kolmy´ k ose
pohybu
pohyb mysˇi prˇi stisknute´m prave´m tlacˇ´ıtku Provede otocˇen´ı kamery kolem
sve´ osy
otocˇen´ı kolecˇkem mysˇi Pohyb kuprˇedu a vzad ve
sce´neˇ
Tabulka 7.3: Popis ovla´da´n´ı aplikace pomoc´ı mysˇi a kla´ves
prakticky´ch zkusˇenost´ı v programova´n´ı syste´mu, ktery´ zpracova´va´ pomeˇrneˇ velke´ mnozˇstv´ı
dat v kra´tke´m cˇase, rˇa´doveˇ neˇkolika milisekunda´ch.
Vzhledem k na´rocˇnosti a obecnosti zada´n´ı, prˇipomı´na´ posledn´ı verze vy´sledne´ho syste´mu
sta´le sp´ıˇse verzi uprostˇred vy´voje nezˇ hotovy´ syste´m. Mnoho novy´ch vylepsˇen´ı by mohlo by´t
vypracova´no pro graficke´ a uzˇivatelske´ rozhran´ı aplikace, mimo jine´ implementace bodovy´ch
sveˇtel, specificky´ch r˚uzny´ch materia´l˚u pro r˚uzne´ modely a mnoho dalˇs´ıho. Uzˇivatelske´
rozhran´ı by zajiste´ vyuzˇilo kameru s lepsˇ´ımi mozˇnostmi pohybu ve sce´neˇ, prˇ´ıpadneˇ i u-
zˇivatelske´ menu a vy´pis informac´ı o stavu stahova´n´ı model˚u ze serveru. S´ıt’ove´ rozhran´ı,
obdobneˇ jako rozhran´ı graficke´, by teˇzˇilo z vy´hod progresivn´ıch mesh˚u a jejich mozˇnosti
serializace. Da´le by take´ bylo mozˇne´ vytvorˇit novy´ protokol, le´pe osˇetˇruj´ıc´ı ztracene´ zpra´vy
naprˇ´ıklad pomoc´ı jejich potvrzova´n´ı po skupina´ch neza´visle na prˇ´ıjmu ostatn´ıch zpra´v.
Dalˇs´ım, velice prˇ´ınosny´m vylepsˇen´ım, by bylo rozsˇ´ıˇren´ı komunikacˇn´ıho protokolu o mecha-
nismus dynamicke´ zmeˇny rychlosti zas´ıla´n´ı zpra´v tak, aby pokud je klient nest´ıha´ prˇij´ımat,
zpomalil server jejich odes´ıla´n´ı.
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Prˇ´ıloha A
Konfigurace pocˇ´ıtacˇe pro testova´n´ı
programu
Pro testova´n´ı programu jsem pouzˇil sv˚uj osobn´ı pocˇ´ıtacˇ AMD Athlon XP 3000+ s 1GB
RAM a grafickou kartou ATI Radeon X1600. Na pocˇ´ıtacˇi je nainstalova´n operacˇn´ı syste´m
Archlinux v 64 bitove´ verzi. Pro simulaci druhe´ho stroje bylo pouzˇito volneˇ sˇiˇritelne´ho
virtualizacˇn´ıho na´stroje VirtualBox. Na virtua´ln´ım stroji byla instalova´na take´ 64 bitova´






Pr˚ubeˇh stahova´n´ı uka´zkove´ sce´ny
Beˇhem uka´zkove´ho spusˇteˇn´ı je nejprve tˇreba spustit server server, jenzˇ okamzˇiteˇ nacˇte
vesˇkere´ dostupne´ modely v prˇedane´m adresa´rˇi a zacˇne naslouchat na prˇedane´m portu
(obra´zek C.1).
Obra´zek C.1: Inicializace serveru
Jakmile zacˇne server naslouchat, je spusˇteˇn klient, ktery´ po inicializaci (obra´zek C.2)
zacˇne stahovat prvn´ı model.
Obra´zek C.2: Inicializace klienta
Pokud je na serveru zapnut informacˇn´ı vy´pis actionmap, lze na serveru sledovat pr˚ubeˇh
komunikace mezi klientem a serverem. Ve sn´ımku C.3, zachycuj´ıc´ım pra´veˇ takovouto situaci,
mu˚zˇete videˇt pr˚ubeˇh cele´ komunikace. Vesˇkere´ serverem odes´ılane´ zpra´vy, tj. zpra´vy DESC,
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TEX a DATA, jsou oznacˇeny pismenem S, kdezˇto prˇij´ımane´ zpra´vy jsou rozliˇsova´ny pismeny
G pro GET, A pro ACK a R pro RESEND. Jednotlive´ bloky komunikace, prˇenos popisu
modelu (zpra´va DESC), prˇenos textury (zpra´vy TEX) a prˇenos dat modelu (zpra´vy DATA)
lze rozliˇsit podle prˇij´ımany´ch zpra´v ACK.
Obra´zek C.3: Odesla´n´ı modelu koule z pohledu serveru
Klient o pr˚ubeˇhu komunikace informuje strucˇneˇji nezˇ server. Po dokoncˇen´ı kazˇde´ho bloku
vyp´ıˇse informaci o jeho u´speˇsˇne´m stazˇen´ı, jak lze videˇt na obra´zku C.4.
Obra´zek C.4: Prˇ´ıjem modelu koule z pohledu klienta
Po stazˇen´ı kazˇde´ho z model˚u, je model okamzˇiteˇ prˇida´n do vy´sledne´ sce´ny. Nejprve je
proto zobrazena pra´zdna´ sce´na, na´sleduje sce´na s koul´ı (obra´zek C.5) k n´ızˇ prˇibude nejprve
kostka (obra´zek C.5) a na´sledneˇ i opice (obra´zek C.7). Na obra´zku C.8 je zobrazena stejna´
sce´na z jine´ho u´hlu tak, aby byla na´zorneˇ videˇt n´ızka´ kvalita modelu koule, jenzˇ je umı´steˇna
daleko od vy´choz´ı pozice kamery.
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Obra´zek C.5: Sce´na po prˇijet´ı modelu koule
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Obra´zek C.6: Sce´na po prˇijet´ı modelu krychle
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Obra´zek C.7: Sce´na po prˇijet´ı modelu opice
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Obra´zek C.8: Sce´na prˇi pozorova´n´ı z druhe´ strany
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