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Abstrakt 
Tato bakalářská práce mapuje vývoj aplikace, která vytváří tiskové sestavy 
z informačního systému Účetnictví, konkrétně z části Evidence bytů, v podobě tabulky 
v programu Microsoft Excel. Popisuje postup tvorby ve vývojovém prostředí Microsoft 
Visual C# Express a vystihuje přínosy, které ze zavedení aplikace zákazníkovi plynou.  
 
Abstract 
This bachelor’s thesis describes development of an application, that can be used to 
generate reports from information system Ucetnictvi, specifically Flat register, in the 
form of a Microsoft Excel table. It outlines the process of development in the Microsoft 
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V dnešní době je téměř samozřejmostí dostávat informace ve stručné, přehledné a 
přizpůsobitelné formě. Existuje velké množství informačních systémů, které umožňují 
nejen samotné vkládání dat, ale také zajišťují interaktivní prezentaci výsledných dat. 
Někdy však i přes to výsledek není přesně takový, jaký by si zákazník - uživatel 
představoval. Vývojáři mají určité své představy, jak by měl výstup vypadat, které však 
nemusí být zcela totožné se zákazníkovými potřebami. 
Pokud je však daný informační systém přizpůsobitelný, pokud lze do něj 
zasahovat nebo z něj číst uložená data, je možné vytvořit externí program nebo přímo 
modul, který bude „ušit na míru“ přímo danému konkrétnímu zákazníkovi, případně 
určité skupině zákazníků. 
Některé informační systémy jsou přímo otevřené těmto nadstavbám a poskytují 
dokumentaci, nebo vývojové nástroje pro tvorbu dalších doplňků. U ostatních 
informačních systémů, které tuto rozšiřitelnost přímo nepodporují, lze pomocí 
moderních programovacích jazyků vytvořit externí aplikaci, která bude částečně 





Vymezení problému a cíle práce 
Cílem této práce je navrhnout počítačový program, který bude vytvářet uživatelsky 
definované tiskové sestavy v podobě přehledné tabulky v programu Microsoft Excel. 
Data pro generování tiskových sestav se budou získávat z informačního systému 
Účetnictví od firmy Data IT s.r.o., konkrétně pouze z jeho části Evidence bytů. Je 
určena pro obce, které spravují obecní byty a potřebují uchovávat údaje o bytových 
jednotkách, místnostech, nájemnících, předpisu nájemného a přijatých platbách. 
Ačkoli lze v Evidenci bytů vygenerovat tiskovou sestavu pro zvolený byt nebo 
zvoleného nájemníka, nelze generovat souhrnný přehled např. celého domu nebo všech 
domů, které obec spravuje. To je poměrně zásadní nedostatek – ve skutečnosti je totiž 
potřeba rychle zjistit např. kteří nájemníci v daném domě mají nedoplatek, nebo naopak 
kteří mají přeplatek. Daný přehled je sice nyní možné vytvořit manuálně, ale je to 
časově velmi náročné, protože je potřeba projít každého nájemníka jednoho po druhém 
a zapisovat jednotlivě všechny druhy předpisů a plateb. 
Mimo samotný návrh a vývoj této aplikace bude neméně důležitým úkolem 
provést ekonomickou analýzu z pohledu obce, která bude chtít tuto aplikaci pro 
generování sestav implementovat. Tato analýza se nebude věnovat pouze vytvářené 
aplikaci, ale zohlední také další komerční řešení, která by z dlouhodobého hlediska 




1 Teoretická východiska práce 
1.1 Programovací jazyk C# 
C# byl od počátku vyvíjen jako moderní, jednoduchý, všeobecný a objektově 
orientovaný programovací jazyk. Poprvé se objevil v roce 2000 a byl speciálně navržen 
pro použití s platformou .NET Framework firmy Microsoft. Jedná se o programovací 
jazyk, který vychází z jazyků C, C++ a z jazyku Java (1). 
Nejčastěji se lze s jazykem C# setkat ve vývojovém prostředí Microsoft Visual 
C#, který je součástí Microsoft Visual Studio. Existuje také např. opensource vývojové 
prostředí Mono, které je kompatibilní s technologií .NET Framework, a jazyk C# 
využívá (2). 
 
1.1.1 Technologie .NET Framework 
Samotný .NET Framework, který je úzce propojen s jazykem C#, je aplikační rozhraní 
(API) firmy Microsoft, která má usnadnit, zpřehlednit a sjednotit vývoj aplikací pro 
operační systém Windows. Mimo samotný jazyk C#, který byl již od počátků úzce 
svázán s vývojem .NET Frameworku přesně pro jeho potřeby, lze použít při 
programování i jazyky C++, J# a Visual Basic (2). 
Jádro platformy .NET Framework tvoří běhový systém .NET, označovaný jako 
modul CLR – Common Language Runtime. Zdrojový kód se tak nejdříve překládá do 
zprostředkujícího jazyka IL (intermediate language) a ten se následně překládá pomocí 
modulu CLR do řízeného kódu specifického pro cílovou platformu. Jazyk IL je 
nízkoúrovňový jazyk s jednoduchou syntaxí, který lze rychle přeložit do strojového 
kódu. Ve svém principu fungování je podobný jazyku Java, který používá bajtový kód 
(optimalizované množiny instrukcí, spouštěné pomocí virtuálního stroje Javy). Mezi 
hlavní výhody použití jazyku IL patří zejména nezávislost na platformě, zvýšení výkonu 
a spolupráce mezi jazyky (2). 
Zvýšení výkonu je možné díky metodě kompilace Just-In-Time (JIT), což 
znamená, že při běhu programu se kompiluje vždy pouze daná část kódu, která je 
potřeba pro vykonání požadované funkce, na rozdíl od jazyku Java, který musí celý 
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program přeložit najednou (což způsobuje delší čas spouštění). Navíc překladač JIT při 
kompilaci poskytuje optimalizaci pro daný procesor, na kterém program běží (2). 
Mezi hlavní vlastnosti jazyka IL patří objektová orientace a použití rozhraní, 
silné odlišení hodnotových a referenčních typů, silná typová kontrola dat, ošetření chyb 
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Obrázek č. 1: Fungování platformy .NET 
(2, s. 68) 
 
1.1.2 Typy aplikací v C# 
V architektuře .NET lze pomocí jazyku C# programovat konzolové aplikace, aplikace 
ASP.NET (webové stránky s dynamickým obsahem), formuláře pro Windows (grafické 
rozhraní – okno Windows tvořené ovládacími prvky), vlastní ovládací prvky pro 
Windows, služby systému Windows (běžící na pozadí systému) a aplikace využívající 





1.1.3 Základní struktura programu v C# 
Jednoduchý program, který pouze vypíše do konzole zadaný text, vypadá zapsaný 





 class UkazkovyProgram 
 { 
  public static void Main(string[] args) 
  { 
   Console.WriteLine("Toto je ukázkový program."); 
   Console.ReadLine();   




Příkaz using připojí k programu knihovnu System, která obsahuje třídu Console, která 
je nutná k běhu konzolové aplikace. Klauzule namespace určuje, že následující kód 
patří do jmenného prostoru ukazkovy_projekt. Následuje deklarace třídy s názvem 
UkazkovyProgram. Pod ní je definována metoda Main s identifikátory přístupu public a 
static a s klíčovým slovem void, které určuje, že metoda nevrací žádnou hodnotu. 
Parametr metody je zapsán v závorkách za názvem metody. Parametr této metody je 
string[] args, což znamená, že do metody vstupuje pole řetězců. V následující části 
uzavřené ve složených závorkách je již místo pro kód, který bude program vykonávat. 
Příkaz Console.WriteLine vypisuje na obrazovku zadaný text a Console.ReadLine je 
příkaz pro vstup uživatele z klávesnice. V tomto případě, kdy je uveden bez parametrů, 
slouží k tomu, aby nedošlo k zavření okna ihned po spuštění programu (3).  
 
1.1.4 Microsoft Visual Studio 
I když je možné psát kód v jazyce C# v libovolném textovém editoru a přeložit ho 
pomocí kompilátoru .NET Frameworku v příkazové řádce, mnohem pohodlnější a 
efektivnější je psát programy v jednom z vývojových prostředí (IDE – Integrated 
Development Environment). Vývojové prostředí vytvořené přímo pro platformu .NET a 
tedy také pro jazyk C# vydává firma Microsoft pod názvem Microsoft Visual Studio. 
V době psaní této práce je aktuální verzí Microsoft Visual Studio 2012 (4). 
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Mezi základní funkce Visual Studia patří například IntelliSense, tedy inteligentní 
doplňování kódu a detekce chyb v reálném čase, barevné odlišení různých částí kódu, 
grafické navrhování formulářů Windows umisťováním jednotlivých komponent, 
automatizace rutinních činností pomocí připravených šablon kódu, nebo možnost tzv. 
debugování, tedy ladění aplikace za běhu (5). 
Microsoft Visual Studio je vydáváno v několika edicích lišících se cenou a 
funkčností. Nejzákladnější edicí je Microsoft Visual Studio Express, které poskytuje 
samostatné verze pro jednotlivé programovací jazyky (Visual Basic Express, Visual C# 
Express atd.). Verze Express lze používat 30 dní bez omezení, anebo po bezplatné 
registraci neomezeně dlouho (4). 
 
1.2 Relační model dat 
Při popisu jakékoli databáze dnes většinou používáme relační datový model navržený 
E. F. Coddem roku 1970. Základním stavebním prvkem tohoto modelu je relace, která 
v praxi představuje tabulku tvořenou jednotlivými sloupci a řádky. Sloupce tabulky 
nazýváme atributy a řádky tabulky datové n-tice. Každý atribut má definovanou určitou 
množinu přípustných hodnot – doménu. Kolekce několika normalizovaných tabulek 
následně tvoří relační databázi (6). 
Každá tabulka a každý sloupec musí mít unikátní jméno, aby byl odlišitelný od 
ostatních tabulek a sloupců v databázi. Každý záznam je jedinečný – to znamená, že 
neexistují žádné duplicitní záznamy. Každá buňka tabulky obsahuje pouze jednu 
hodnotu a všechny hodnoty v jednom sloupci musí být ze stejné domény. Pořadí 




staffNo name position salary eMail dCenterNo
S1500 Tom Daniels Manager 48000 tdaniels@stayhome.com D001
S003 Sally Adams Assistant 30000 sadams@stayhome.com D001
S0010 Mary Martinez Manager 51000 mmartinez@stayhome.com D002
S3250 Robert Chin Assistant 33000 rchin@stayhome.com D002
S2250 Sally Stern Manager 48000 sstern@stayhome.com D004
S0415 Art Peters Manager 42000 apeters@stayhome.com D003
dCenterNo dStreet dCity dState dZipCode mgrStaffNo
D001 8 Jefferson Way Portland OR 97201 S1500
D002 City Center Plaza Seattle WA 98122 S0010
D003 14-8th Avenue New York NY 10012 S0415
D004 2 W El Camino San Francisco CA 94087 S2250
Atributy
(sloupce)





























































Obrázek č. 2: Schéma relační datové struktury 
(6, s. 64) 
 
1.2.1 Klíče relace 
Klíče relace jsou určité sloupce nebo kombinace sloupců zajišťující jedinečnost každého 
záznamu v tabulce. Rozlišujeme 4 základní typy klíčů. 
Superklíč je sloupec nebo množina sloupců, které jedinečně identifikují záznam 
v relaci. V praxi ale většinou uvažujeme pouze na úrovni kandidátního klíče, který 
obsahuje jen minimální počet sloupců nutných k jedinečné identifikaci záznamu. Pokud 
vybereme konkrétní kandidátní klíč, aby jedinečně identifikoval záznamy v relaci, stává 
se primárním klíčem. Cizí klíč je pak sloupec nebo množina sloupců v jedné tabulce, 
která odkazuje na kandidátní klíč některé jiné, případně i té stejné tabulky (6). 
 
1.2.2 Relační integrita 
Pojem relační integrita můžeme chápat jako omezení, která se vztahují na všechny 
instance databáze. Řadíme sem entitní integritu a referenční integritu. 
Entitní integrita je pravidlo, které říká, že primární klíč nesmí mít prázdnou 
hodnotu – tedy hodnotu NULL (nevyplněná, neznámá nebo neplatná hodnota), jelikož 
by nebylo možné rozlišit jednotlivé záznamy (6). 
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Pravidlo referenční integrity omezuje použití cizích klíčů. Jestliže existuje v tabulce cizí 
klíč, musí hodnota cizího klíče odpovídat buď hodnotě některého záznamu v domovské 
tabulce, nebo musí mít cizí klíč prázdnou hodnotu (6). 
 
1.3 Databázový systém Firebird 
Firebird je open-source relační databázový systém, který je založen na ANSI SQL 
standardu, a který je možné provozovat na operačních systémech Windows, Linux a 
MacOS. Konkrétně moduly Firebirdu podléhají licenci Initial Developer's Public 
License (IDPL) (7). 
Firebird vznikl z databázového systému InterBase firmy Borland. Jeho vývoj 
počal roku 2000, kdy firma Borland uvolnila zdrojové kódy původně komerční databáze 
InterBase ve verzi 6.0. Vývoj této volně šiřitelné verze sice pokračoval dále pod názvem 
InterBase Open Edition, ale roku 2002 byl verzí 6.0.2 ukončen. Zároveň roku 2000 
vznikl také samostatný projekt Firebird, kterého se ujmula komunita nezávislých 
vývojářů, a který pokračoval ve vývoji volně šiřitelné verze InterBase. Jeho vývoj 
pokračuje až do současnosti a pravidelně jsou vydávány nové verze, které stále přináší 
nové funkce a vylepšení (8). 
Firebird je určen pro práci v síti pod více uživateli a pracuje na principu klient-
server. Skládá se tedy z databázového serveru a klientské knihovny určené pro pracovní 
stanice pro práci s databázemi. Komunikačním protokolem mezi serverem a klienty je 
protokol TCP/IP. Server i klient mohou běžet současně i v rámci jednoho počítače (8). 
Mezi základní vlastnosti databázového systému Firebird patří: 
 možnost efektivní práce s velkým množstvím dat (teoreticky je velikost 
databáze neomezená, efektivně rychlé jsou databáze i při velikosti kolem 
700 GB) 
 víceuživatelský přístup k databázím (server dokáže obsloužit i několik 
stovek současných připojení) 
 možnost použití uživatelsky definovaných funkcí (dokáží rozšířit 
základní sadu vestavěných funkcí o nově nadefinované) 




 možnost definovat uložené procedury a spouště (triggery) 
 možnost přístupu k databázi z klientských aplikací (8) 
 
1.4 Jazyk SQL 
Jazyk SQL (Structured Query Language) je, jak vyplývá z jeho názvu, strukturovaný 
dotazovací jazyk, který se používá pro komunikaci s relačními databázemi. Jazyk SQL 
se velice rychle stal standardem, na rozdíl např. od programovacích jazyků připomíná 
spíše věty v anglickém jazyce. V praxi funguje tak, že napsaný požadavek v jazyce SQL 
(dotaz) se odešle do databázového řídicího systému (DBŘS), který příkaz zpracuje, 








Obrázek č. 3: Přístup k databázi pomocí SQL 
(9, s. 28) 
 
V praxi ovšem se SQL používá nejen k dotazování, ale také k řízení dalších funkcí 
databázového systému. Je možné pomocí něj definovat data (jejich strukturu, organizaci 
a vzájemné vazby), manipulovat s daty (přidávat, měnit, mazat), řídit přístup (udělovat 
práva jednotlivým uživatelům), sdílet data a zajistit integritu dat (9). 
Příkazy jazyka SQL můžeme rozdělit do pěti základních skupin – na příkazy pro 
manipulaci s daty, pro definici dat, řízení přístupu, řízení transakcí a spíše samostatnou 
skupinu tvoří pak tzv. programové SQL. Nejdůležitější a nejčastěji používané jsou však 
zejména příkazy pro manipulaci daty: 
 SELECT – Vyhledává a vypisuje data z databáze 
 INSERT – Vkládá do databáze nová data 
 DELETE – Odstraňuje data z databáze 
 UPDATE – Upravuje již existující data z databáze (9) 
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Pro účely vytváření tiskových sestav nás bude zajímat zejména příkaz SELECT. Ten se 
používá pro získání dat z databáze, která pak můžeme následně dále zpracovávat. 
 
1.4.1 Příkaz SELECT 
Příkaz SELECT slouží k vyhledání dat z databáze, aby je následně zobrazil v podobě 





GROUP BY seskupovany_sloupec 
HAVING vyhledavaci_podminka 
ORDER BY specifikace_usporadani 
 
Příkaz začíná klauzulí SELECT, která specifikuje položky dat, jenž má dotaz získat. 
Jednotlivé položky jsou odděleny čárkou. Položkou může být buď název sloupce 
tabulky, ale také libovolná konstanta nebo další výraz SQL, který bude zobrazovat 
vypočítanou hodnotu. 
Klauzulí FROM určujeme název zdrojové tabulky, ze které se budou data 
získávat. Můžeme zvolit i více tabulek samostatně nebo tabulky spojit. V praxi se 
nejčastěji lze setkat s levým vnějším spojením (LEFT OUTER JOIN), pravým vnějším 
spojením (RIGHT OUTER JOIN) a vnitřním spojením (INNER JOIN). 
Klauzule WHERE slouží volitelně pro specifikaci požadovaných řádků. Lze 
použít buď porovnávací test (je větší, menší, rovná se), rozsahový test (klauzule 
BETWEEN, specifikuje určitý rozsah hodnot), test členství v množině (klauzule IN, 
specifikuje více hodnot zároveň), test porovnání vzorků (klauzule LIKE, test, zda 
sloupec odpovídá specifikovanému vzorku) a test prázdné hodnoty (klauzule IS NULL, 
pro nevyplněná pole). Jednotlivé vyhledávací podmínky je možné i skládat pomocí 
logických výrazů (AND, OR, NOT). 
Klauzule GROUP BY se používá tehdy, pokud chceme sdružit data do 
souhrnného řádku. Je nutné ji použít, pokud v klauzuli SELECT použijeme aspoň jednu 
tzv. agregační funkci (např. SUM() pro sumu, MIN() pro nalezení minimální hodnoty, 
AVG() pro vypočítání průměrné hodnoty atd.) (9). 
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Klauzuli HAVING můžeme použít pro výběr konkrétních skupin řádků, podobně jako 
klauzule WHERE vybírá jednotlivé řádky. Je tedy možné ji použít pouze s klauzulí 
GROUP BY a musí obsahovat agregační funkci. 
Poslední volitelná klauzule ORDER BY specifikuje, podle jakých sloupců se 
mají data seřadit. Třídit je možné sestupně (implicitně) nebo vzestupně (9). 
Problematika příkazu SELECT je sice mnohem komplexnější, nicméně pro 





2 Analýza problému a současné situace 
2.1 Program Účetnictví 
Počítačový program Účetnictví vyvíjí firma Data IT s.r.o. a je primárně určen pro 
vedení účetnictví obecních úřadů. Program vznikal od roku 1996. Kromě účetnictví 
program obsahuje nástroje pro evidenci majetku, mezd nebo evidenci bytů. Dílčí části 
programu jsou mezi sebou provázané a některé činnosti, u kterých není přímo nutný 
zásah uživatele, jsou zautomatizovány (10). 
Veškerá data program ukládá do databáze, kterou tvoří jeden soubor 
s koncovkou .gdb. Databáze je realizována prostřednictvím opensource databázového 
systému Firebird. Program je možno provozovat lokálně nebo vzdáleně. Lokálně 
znamená, že jak aplikace, tak databázový server je spuštěný na jednom PC. Vzdáleně 
znamená, že databáze je spuštěná odděleně na serveru a klientská aplikace se spouští na 
samostatném PC. Klientská aplikace se k databázovému serveru připojí přes síť. 
 
2.2 Evidence bytů v programu Účetnictví 
Jednou z vedlejších funkcí programu Účetnictví je také Evidence bytů. Slouží k vedení 
údajů o obecních bytech, velikostech jednotlivých místností a vybavení bytů. Dále je 
zde možno ukládat informace o nájemnících, kteří v bytech bydlí, nechat si spočítat 
předpis pro nájemné, teplo, služby a energii, popř. další poplatky. Také lze evidovat, 






Obrázek č. 4: Evidence bytů – karta Platby 
(Zdroj: vlastní snímek obrazovky z programu Účetnictví) 
 
Poznámka: Obrázek výše slouží pouze jako ilustrace. Údaje byly pozměněny tak, aby 
nedošlo ke zveřejnění osobních údajů. 
 
Evidenci bytů je možné spustit z hlavního menu programu v sekci Byty. Otevře se 
okno, které se skládá ze dvou hlavních částí. V levé části okna se nachází ve stromové 
struktuře všechny domy a byty, popř. i celé obce. Přidávat nové byty nebo mazat ty 
stávající lze tlačítky dole pod touto sekcí. Kliknutím na daný byt se daný byt zvolí a 
můžeme prohlížet nebo upravovat data v pravé části okna. Pravá část okna se skládá 
z celkem sedmi samostatných karet (záložek): 
 Adresa, nájemci – zde se dají prohlížet a editovat základní údaje o bytu (adresa, 
číslo popisné, číslo bytu apod.) a o nájemcích (jméno, příjmení, datum narození, 
nájem od, nájem do,…). Zobrazit si můžeme buď jen současné nájemce, nebo 
všechny nájemce z historie. Důležitá je i volba období, která se vždy vztahuje 
k údajům zadávaným na ostatních kartách – tzn., že v každém období mohou být 
zadané různé hodnoty. Období je tvořeno datem, v němž začíná a datem v němž 
končí, přičemž místo data konce můžeme použít volbu „dosud“, což značí, že 
zadané období právě trvá. 
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 Místnosti – v této kartě se zapisují velikosti jednotlivých místností bytu v m2. 
Eviduje se jak skutečná, tak započitatelná podlahová plocha, nicméně pro 
výpočet předpisu nájemného se používá jen započitatelná plocha.  
 Nájemné-byt – pro stanovení ceny nájemného je potřeba zadat cenu za m2, čímž 
se vypočítá částka základního nájemného. Dále je možno vyplnit položky, které 
snižují cenu základního nájemného pro kvalitu nebo polohu bytu.  
 Nájemné-vybavení, Celkem – na této kartě pokračuje výpočet předpisu 
nájemného. Můžeme zde vyplnit dodatečné vybavení, které k bytu patří a jehož 
pronájem se připočítává k ceně nájemného. Tím získáme konečnou celkovou 
cenu měsíčního nájemného. 
 Platby – zde se vyplňují další položky kromě nájemného, které tvoří měsíční 
celkovou částku k úhradě (teplo, služby, elektřina, případně další vlastní 
položky). Ve spodní části okna pak jsou všechny přijaté platby daného 
nájemníka (pouze celková částka). 
 Předplacení – pokud má nájemník předplacené nájemné, musí se na této kartě 
zapsat celková částka, kterou si předplatil, od jakého měsíce a roku se částka 
začne odúčtovávat a jak velká částka se měsíčně odúčtuje. Ačkoliv zde lze 
zadávat předplacení ke všem platbám, tedy i např. pro teplo, služby atd., v praxi 
se využívá pouze předplacení samotného nájemného. 
 Vyúčtování – tato karta již při získávání dat pro sestavu nemá žádný význam. 
Slouží k poznamenání hodnot po odečtu elektřiny, tepla, vody, případně dalších 
průtokových veličin. 
Přímo v programu je také možno si nechat vygenerovat jednoduchou tiskovou sestavu 
za jeden byt, popř. za jednoho nájemníka za zvolené období. Sestava může zobrazovat 





Obrázek č. 5: Tisková sestava v Evidenci bytů 
(Zdroj: vlastní snímek obrazovky z programu Účetnictví) 
 
Poznámka: Obrázek výše slouží pouze jako ilustrace. Údaje byly pozměněny tak, aby 
nedošlo ke zveřejnění osobních údajů. 
 
Tisková sestava na obrázku výše se zobrazí, pokud nevybereme žádný konkrétní druh 
platby. Obsahuje vždy celkový předpis, jednotlivé došlé platby, mezisoučet a 
kumulativní přeplatek nebo nedoplatek za každý měsíc. Tato sestava je určena zejména 
pro pravidelné informativní obesílání nájemníků s přehledem jejich předpisu a jejich 
případném přeplatku nebo nedoplatku z minulosti. Méně je vhodná jako souhrnný 
přehled pro úředníka obecního úřadu, jelikož je složité ihned vyčíst klíčové souhrnné 
údaje (např. přeplatek nebo nedoplatek za celé období, celková částka předplaceného 
nájemného apod.). I v případě obesílání nájemníků je ale tento postup velice pracný, 
jelikož je nutné generovat sestavu pro každého nájemníka zvlášť, což obnáší opakované 
zvolení období, typu platby atd. 
Mezi největší nevýhody této tiskové sestavy tedy patří: 
 Možnost generovat sestavu pouze pro jednoho nájemníka nebo jeden byt 
 V případě, že se nevybere žádný konkrétní druh platby, tak sestava sice 
zobrazí samostatně všechny skutečně došlé platby, ale předpis se zobrazí 
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jako celkový souhrn, nikoli rozepsaný na jednotlivé typy služeb (nájem, 
teplo atd.) 
 Pokud generuje sestavu za více měsíců, je potřeba se pokaždé přesunout 
na konec poslední strany pro zjištění konečného přeplatku/nedoplatku 
 Pokud v daném období došlo v bytě ke střídání nájemníků, popř. byt byl 
nějakou dobu volný, není ze sestavy úplně zřejmé, kdy přesně k tomu 
došlo 
Pokud tedy uživatel programu chce získat kompletní přehled, nezbývá mu, než 
manuálně vybrat daný byt, vybrat druh platby a vybrat období, které ho zajímá. 
Následně je potřeba si někam poznačit dílčí částky za každý měsíc a tuto proceduru 
zopakovat alespoň šestkrát (pro každý druh platby). Pak je možno pokračovat na další 
byt. Pokud tedy obec má ve správě větší množství bytů, je tato činnost časově velmi 
náročná, únavná a náchylná na chyby při přepisování. 
Ideální by tedy bylo vytvořit program, který by po zadání období sice stále 
zobrazoval již sečtené úhrny částek, ale každý druh platby zvlášť a výsledný přehled by 
zobrazoval za celé domy, nikoli za jednotlivé byty. 
 
2.3 Analýza datového modelu 
Veškerá data programu Účetnictví jsou uložena ve 118-ti samostatných tabulkách, 
nicméně pro získání všech potřebných dat pro evidenci bytů stačí pracovat jen s šesti 
tabulkami. Názvy tabulek i atributů jsou v češtině.  
Datový model evidence bytů je znázorněn na schématu na další stránce. 
Primární klíče jsou značené symbolem klíče, cizí klíče červeně a běžné atributy modře. 





Obrázek č. 6: Schéma datového modelu pro evidenci bytů 
(Zdroj: vlastní tvorba) 
 
Ústřední tabulkou, ze které můžeme vycházet, je tabulka BYTY. Každý záznam v této 
tabulce odpovídá jednomu bytu, který je uložen pod jedinečným ID (zde jako primární 
klíč). Jelikož obec může spravovat více bytů, které mají stejné číslo, ukládá se samotné 
číslo bytu do sloupce CISLOBYTU. Údaje o tom, v jaké obci nebo části obce a v jakém 
domě se daný byt nachází, nalezneme v atributech CASTOBCE (část obce) a CP (číslo 
popisné). Další údaje ULICE a PODLAZI jsou už spíše jen informativní a nemusí být 
nutně vyplněny. 
Další tabulkou, která je přímo navázaná na tabulku BYTY je tabulka 
NAJEMNICI. Zde se ukládají informace o jednotlivých nájemnících, kteří v bytech 
bydlí, nebo bydleli. Primárním klíčem je atribut ID a cizím klíčem je atribut ID_BYTY, 
který odkazuje na ID v tabulce BYTY. Mimo standardní údaje jako JMENO, 
PRIJMENI, TITUL a DATUMNAR (datum narození) jsou důležitými atributy 
NAJEMOD a NAJEMDO, které určují období, během kterého nájemník v daném bytu 
pobýval. 
Druhou tabulkou, která je navázaná na tabulku BYTY je tabulka 
BYTY_UDAJE. Je to tabulka s největším počtem atributů, ve schématu výše jsou 
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uvedeny jen ty podstatné pro tvorbu přehledu. Z této tabulky můžeme získat zejména 
předpis nájemného a dalších plateb a zjistit tak, jakou částku za jaké položky má 
nájemník každý měsíc platit. Cizím klíčem je atribut ID_BYTY odkazující na ID do 
tabulky BYTY. Jelikož se nájemné v čase mění, jsou zde atributy DATUMOD a 
DATUMDO, které vymezují období, pro něž jsou údaje na řádku platné. Dále se 
ukládají informace o velikosti jednotlivých místností v m2 – ty jsou uloženy ve 
sloupcích MISTNOST1M2Z až MISTNOST16M2Z (v jednom bytu lze tedy mít až 16 
místností). Pro vypočítání celkového nájemného ještě potřebujeme cenu za m2 – tu 
nalezneme v atributu CENAM2. K samotnému nájemnému se mohou přičíst ještě 
částky za dodatečné položky, uložené ve sloupcích NAJP10KC_1 až NAJP10KC_2. 
Další položky tvořící celkový předpis pak nalezneme ve sloupcích TEPLOKC, 
SLUZBYKC, ELKC, VODAKC a PLATBY1KC. Speciálním případem je, pokud má 
nájemník nájemné předplaceno. Pak se uloží do atributu PREDPLAC1CELKEM 
celková částka předplaceného nájemného, do atributů PREDPLAC1MES a 
PREDPLAC1ROK se uloží měsíc a rok, od nějž se začne předplacené nájemné 
odúčtovávat a do atributu PREDPLAC1KCMES se uloží částka, která se bude měsíčně 
odúčtovávat. 
Zbývající tři tabulky BYTY_PLATBY, DENIK a DENIK_ARCH lze použít pro 
zjištění skutečně proběhlých plateb. V tabulce BYTY_PLATBY, která je přes cizí klíč 
ID_BYTY navázána na tabulku BYTY a přes druhý cizí klíč ID_NAJEMNIK navázána 
na tabulku NAJEMNIK, nalezneme mimo jiné atribut CASTKA, který představuje 
celkovou uhrazenou částku nájemníkem (jak nájemné, tak teplo, voda atd.). Sloupec 
DATUM je datum uhrazení dané částky, CDOKLADU je číslo dokladu, pod nímž lze 
platbu nalézt a DRUH_UHR je způsob provedení platby (bankovním převodem nebo 
v hotovosti). 
Pokud chceme zjistit, jaké konkrétní platby odpovídají jednotlivým druhům 
služeb podle předpisu, je třeba se podívat do účetního deníku – buď do tabulky DENIK, 
pokud hledáme platby, které byly přijaty během aktuálního roku, nebo do tabulky 
DENIK_ARCH, pokud hledáme platby z minulých let. Obě tyto tabulky mají stejnou 
strukturu. Atributy, které nás budou nejvíce zajímat, jsou opět DATUM a 
CDOKLADU, a hlavně MD, D a ORG. V atributu ORG nalezneme číslo, představující 
druh platby (tedy jestli se jedná např. o nájemné, vodu, teplo atd.) a atributy 
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MD a D představují částku „má dáti“ a „dal“. Navíc atribut ID_VYR jako cizí klíč 
odkazuje na ID do tabulky BYTY a přiřazuje tak ještě danou účetní operaci 
konkrétnímu bytu. 
 
2.4 Nevýhody datového modelu 
Datový model evidence bytů – tak, jak byl navržen – sice slouží dobře pro ukládání 
aktuálních i historických údajů, ale neumožňuje efektivně provádět jakékoli detailnější 
výpočetní operace přímo pomocí SQL za delší období. 
Největším problémem je získávání hodnoty předpisu za delší období. V tabulce 
BYTY_UDAJE jednotlivé záznamy neodpovídají pevnému časovému úseku, ale vždy 
různě dlouhému období, které je stanoveno v atributech DATUMOD a DATUMDO. 
Jeden záznam tak např. představuje měsíční částku předpisu za leden až březen a druhý 
záznam měsíční částku za duben až prosinec. Pokud tedy chceme zjistit celkovou částku 
předpisu za leden až prosinec, nemůžeme provést sumační operaci SUM() v SQL, 
jelikož bychom dostali částku, která odpovídá pouze dvou měsícům. Proto, abychom 
dostali správnou hodnotu předpisu, by tedy bylo nutné třikrát načíst hodnotu částky za 
leden až březen a přičíst devětkrát hodnotu částky za duben až prosinec. 
Jednou z možností, jak tento problém vyřešit, by bylo založení databázové 
spouště (triggeru), který by zapsal každý měsíc jeden řádek s částkami platnými pro 
aktuální období. Výsledná databáze by pak sice nabývala rychleji větší velikosti, ale 
poskytovala by možnost provádět rychleji jakékoli složitější výpočty. 
Menší nevýhodou pak je ukládání uskutečněných plateb do tabulky 
BYTY_PLATBY. Zde se v jednom záznamu ukládá pouze úhrn všech plateb (za 
nájemné, elektřinu, vodu atd.) pro jednoho nájemníka. Pravděpodobně se 
předpokládalo, že v evidenci bytů bude pro přehled, zda nájemník zaplatil, postačovat 
pouze tato celková částka. Pokud chceme sestavit přehled i s částkami, rozdělenými na 
jednotlivé složky, je třeba navázat ještě účetní deník – tabulku DENIK, popř. 
DENIK_ARCH. Zde je pak potřeba rozlišovat nejen typ platby, ale také zda se účtuje 
na stranu „má dáti“ nebo „dal“ (navíc pokud je zaúčtováno na straně dal, je uložená 
částka záporná), což ztěžuje algoritmus pro součet celkových plateb za delší období. 
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Jednoduchým přidáním nového sloupce do tabulky, který by rozlišoval jednotlivé druhy 
plateb, a ukládáním jednotlivých částek v tabulce BYTY_PLATBY by bylo možné 
mnohem jednodušeji zacházet a počítat s platbami než doposud. 
Samozřejmě je potřeba brát na vědomí, že evidenci bytů v této podobě již 
používá delší dobu několik obcí. Jakékoli změny v datovém modelu, za předpokladu 
uchování historických dat, by tak byly obtížně proveditelné. Ačkoli výše vyjmenované 
nevýhody budou ztěžovat jak vývoj, tak běh aplikace pro tvorbu tiskové sestavy, bude 
to pravděpodobně méně náročné, než provádět rozsáhlejší změny v databázi. 
Jak již bylo zmíněno výše, v současné podobě datového modelu nelze téměř 
vůbec využít sumační funkce přímo při manipulaci s daty pomocí SQL. Proto bude 
nezbytné přenést tyto operace přímo do samotného programu, který bude zajišťovat 
generování dat. Konkrétně to znamená, že hodnoty se budou postupně po krocích 
načítat do proměnných v aplikaci a veškeré výpočty se budou provádět programově. 
Již dopředu však můžeme konstatovat, že tento přístup bude daleko méně 
efektivní, než pokud by tyto operace zajišťovala samotná databáze. Jelikož ale program 
Účetnictví není systémem, ke kterému by přistupovalo v jeden okamžik mnoho 
uživatelů a jelikož aplikace pro generování tiskových sestav nebude používána 





3 Vlastní návrhy řešení, přínos návrhů řešení 
3.1 Metodologický návrh aplikace 
Aplikace by měla odstranit nedostatky vestavěné tiskové sestavy pro účetnictví a 
zobrazovat vyúčtování všech bytů za zvolené období v jednom sešitu Excelu. Aplikace 
bude vyžadovat ještě před začátkem generování od uživatele zadat počáteční měsíc a 
rok, od kterého se bude účtovat, a konečný měsíc a rok, k němuž se bude účtovat. Dále 
uživatel musí zadat, zda v evidenci má i volné byty, tedy zda účtuje i v případě, že byt 
zrovna nemá žádného nájemníka. Pokud ano, musí zadat název (jméno a příjmení), pod 
nímž tyto volné byty eviduje. Nakonec si vybere, kam chce výsledný soubor .xlsx 
uložit. Jako doplněk bude také možno zvolit, zda se má po vygenerování soubor ihned 
otevřít v Excelu. 
Každý list v sešitu Excelu bude představovat jeden dům a bude pojmenován jako 
číslo popisné daného domu. Na každém řádku listu bude jeden byt příslušného domu. U 
každého bytu bude zobrazeno číslo bytu, jméno a příjmení nájemníka, datum od kdy do 
kdy nájemník v bytu pobýval, předpis jednotlivých typů plateb, případně předplacené 
nájemné, celkový součet předpisu, jednotlivé skutečně zaplacené částky a celkový 
součet zaplacených částek. Pokud je zvoleno, že v evidenci jsou volné byty, pak bytům 
se zadaným jménem a příjmením se vynuluje předpis. Pokud nájemník stále v zadaném 
období aktuálně v bytě bydlí, pak nebude datum ukončení nájmu vyplněno. 
Na konci každého řádku bude částka celkového přeplatku nebo nedoplatku, která 
se spočítá jako Zaplaceno celkem mínus Předpis celkem. Pokud součet bude záporný, 
tedy bude se jednat o nedoplatek, částka se zobrazí červeně. Na posledním řádku budou 
součty za jednotlivé sloupce, tedy součty předpisů a zaplacených částek za celý dům, 
včetně celkového přeplatku nebo nedoplatku. 
 
3.2 Založení aplikace 
Pro vytvoření programu, který bude generovat přehled vyúčtování bytů, jsem zvolil 
programovací jazyk C#, protože se dle mého názoru jedná o relativně snadný, 
komplexní a moderní programovací jazyk. Jazyk C# se stále vyvíjí a má potenciál stát 
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se jedním z nejpoužívanějších programovacích jazyků v budoucnosti. Jako vývojové 
prostředí jsem zvolil Microsoft Visual C# 2010 Express z toho důvodu, že pro něj již 
existují knihovny jak pro manipulaci s tabulkovým procesorem Microsoft Excel, tak pro 
přístup k databázi Firebird. 
Prvním krokem po stažení a nainstalování Visual C# 2010 Express je založení 
nového projektu. Můžeme tak učinit z  menu – File → New Project. Zobrazí se okno, 
ve kterém můžeme specifikovat, jakého typu bude nově zakládaný projekt. Jelikož 
chceme, aby aplikace měla grafické rozhraní v podobě formulářů (nebo tzv. oken) 
Windows, zvolíme Windows Forms Application. Níže v sekci Name pojmenujeme 
projekt BytyExport. Po kliknutí na tlačítko OK se vytvoří základní „kostra“ projektu, 




Obrázek č. 7: Založení nového projektu ve Visual C# 2010 Express 
(Zdroj: vlastní snímek obrazovky z Microsoft Visual C# Express) 
 
3.3 Připojení knihoven 
Dalším krokem po založení projektu je připojení knihoven, které budeme používat. To 
se provádí v menu – Project → Add Reference. Knihovna pro ovládání Microsoft 
Excelu je již standardní součástí .NET Frameworku, takže se stačí přepnout na záložku 
.NET a zde vybrat Microsoft.Office.Interop.Excel. 
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Knihovnu pro přístup k Firebird serveru si musíme nejdříve stáhnout ze stránek 
Firebird (7) v sekci Downloads, Connectivity, .NET Provider. Nejjednodušší je stáhnout 
si instalační balíček .msi, který do zvoleného adresáře rozbalí několik souborů. Ve 
Visual C# pak opět přidáme referenci, ale tentokrát zvolíme kartu Browse a manuálně 
vybereme soubor FirebirdSql.Data.FirebirdClient.dll, který se bude nacházet v 
adresáři, kam jsme předtím nainstalovali .NET Provider. 
Můžeme si všimnout, že v okně Solution Explorer, pokud si otevřeme složku 
References, přibyly obě nově přidané knihovny. 
Posledním krokem je přidání klauzule using a názvu knihovny do zdrojového 
kódu, kde budeme chtít knihovnu použít. Tím se zpřístupní třídy a metody dané 
knihovny. Pokud otevřeme Form1.cs, vidíme, že obsahuje již několik základních 
systémových knihoven, které téměř vždy využijeme při psaní jakéhokoli programu. Pro 






Obrázek č. 8: Připojení knihovny do projektu 
(Zdroj: vlastní snímek obrazovky z Microsoft Visual C# Express) 
 
3.4 Grafický návrh formuláře 
Pokud se ve Visual Studiu přepneme na záložku Form1.cs [Design], můžeme zde 
interaktivně navrhnout formulář aplikace. Princip je takový, že postupně přetahujeme 
jednotlivé komponenty z okna Toolbox do formuláře. Pak můžeme upravit vlastnosti 
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právě označené komponenty v okně Properties. Všechny komponenty mají vlastnost 
Name (název), přes kterou se pak v kódu programu dostaneme k vlastnostem a 
metodám dané komponenty. Mimo vlastností, které komponentu popisují, jí ještě 
můžeme definovat události, které se vykonají při určité situaci. Všechny události pro 
danou komponentu si můžeme prohlédnout přepnutím se na záložku Events v okně 
Properties. 
Podle návrhu aplikace v kapitole 3.1 vypadá navržený formulář takto: 
 
 
Obrázek č. 9: Návrh formuláře aplikace 
(Zdroj: vlastní snímek obrazovky z Microsoft Visual C# Express) 
 
Komponentou je i samotné okno formuláře. Kliknutím na záhlaví okna ji zvolíme a 
nastavíme vlastnost Text na název aplikace - „BytyExport“.  
Okénka pro výběr počátečního a konečného období jsou tvořeny komponentou 
DateTimePicker, která umožňuje rozkliknutím výběr z kalendáře. Jelikož chceme vždy 
vybrat pouze měsíc a rok, musíme nastavit vlastnost CustomFormat na „MM/yyyy“. 
Pro výběr hodnoty typu Ano/Ne se nejvíce hodí zaškrtávací políčko – 
komponenta CheckBox. Použijeme ji pro zjištění, zda nulovat předpis u volných bytů a 
zda otevřít Excel ihned po vygenerování sestavy. Popisek vpravo od políčka můžeme 
upravit ve vlastnosti Text. Zda je políčko právě zaškrtnuté zjistíme pomocí vlastnosti 
Checked. 
K prostému zadávání textu slouží komponenta TextBox. Použijeme ji pro zadání 
jména a příjmení u volných bytů a pro zadání cesty, kam se má uložit výsledný soubor v 
Excelu. K textu, který uživatel zadá, se opět dostaneme pomocí vlastnosti Text. 
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Klasickou komponentou je i tlačítko – Button. Do formuláře umístíme dvě tlačítka – 
pro spuštění generování sestavy (popíšeme ho „Vygenerovat“ nastavením vlastnosti 
Text) a pro otevření dialogu pro uložení souboru (zde místo textového popisku 
použijeme ikonku, kterou můžeme přidat přes vlastnosti Image). 
Samotné textové popisky se vytváří pomocí komponenty Label. Většina 
komponent včetně Label má vlastnost Visible, která určuje, zda je daný objekt 
viditelný. 
Speciálním případem komponenty je SaveFileDialog – dialog pro uložení 
souboru. Neumisťuje se přímo na formulář, ale při návrhu se zobrazí v šedém pruhu 
v dolní části okna pro návrh formuláře. Nastavíme jej tak, že pokud klikneme na ikonku 
se složkou a šipkou vedle pole „Uložit do:“, tak se otevře dialog pro uložení souboru. V 
něm budeme moci vybrat umístění, kam soubor uložit. Po potvrzení se dialog zavře a 
jeho adresa se vepíše do pole „Uložit do:“. Do vlastnosti Filter musíme napsat přesně 
tuto formuli: „Soubor Aplikace Excel (xlsx)|*.xlsx“. Pak nám bude dialog v typu 
souboru nabízet pouze soubory s koncovkou .xlsx. 
 
3.5 Vytváření kódu programu 
3.5.1 Připojení k databázi a příprava sešitu v Excelu 
Pokud v návrhu formuláře dvakrát klikneme na tlačítko „Vygenerovat“, které jsme si 
umístili do formuláře, připraví se metoda Click pro toto tlačítko. Ta se zavolá pokaždé, 
když na dané tlačítko klikneme. Většina kódu programu bude právě uvnitř této metody. 
 
private void btn_start_Click(object sender, EventArgs e) 
{ 
    //Zde budeme psát kód, který se vykoná při stisku tlačítka "Vygenerovat" 
} 
 
Abychom mohli přistupovat k databázi, musíme se k ní nejdříve přihlásit. To můžeme 




// Přihlášení do databáze 
string username = "jmeno", password = "heslo"; 
 
string ConnectionString = "User ID=" + username + ";Password=" + password + ";" + 
    "Database=localhost:C:\\urw\\UCR.GDB; " + 
    "DataSource=localhost;Charset=WIN1250;"; 




Připojení k databázi je realizováno pomocí řetězce znaků v dané syntaxi. Ty pak 
specifikují parametry pro připojení. Je to jméno uživatele (User ID), heslo (Password), 
umístění souboru s databází (Database), umístění serveru (DataSource – zde nastaveno 
na localhost, tedy stejný počítač, na němž se program spustí) a znaková sada (Charset). 
Následně vytvoříme instanci třídy FbConnection. Jako parametr použijeme připravený 
řetězec znaků (ConnectionString). Nakonec zavoláme metodu Open, čímž dojde 
k pokusu o přihlášení k databázi. 
Hned zpočátku také můžeme založit sešit v Excelu pomocí knihovny 
Microsoft.Office.Interop.Excel: 
 
// Načtení komponenty pro práci s Excelem 
Microsoft.Office.Interop.Excel.Application ExcelApplication = new 
Microsoft.Office.Interop.Excel.Application(); 
Workbook ExcelWorkbook = ExcelApplication.Workbooks.Add(XlSheetType.xlWorksheet); 
Sheets ExcelSheets = ExcelWorkbook.Sheets as Sheets; 
Worksheet ExcelWs = (Worksheet)ExcelApplication.ActiveSheet; 
 
Nejdříve musíme vytvořit novou instanci třídy Application (samotná aplikace Excelu). 
Musíme uvést celý název (Microsoft.Office.Interop.Excel.Application), protože třída 
pod stejným názvem existuje také v System.Windows.Forms. Následně vytvoříme 
proměnnou typu Workbook (sešit), do které uložíme nový sešit metodou 
Workbooks.Add aplikace Excel. Aktuální kolekci listů uložíme do proměnné typu 
Sheets. Nakonec založíme proměnnou ExcelWs typu Worksheet, která bude 
představovat aktuálně zvolený list. 
 
3.5.2 Generování výstupu 
Program postupně projde všechny domy a při každém novém domu založí nový list 
v Excelu. Uvnitř domu projde všechny byty a u každého bytu načte předpis a platby 
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měsíčně pro zvolené období. Celý proces generování výstupu zjednodušeně zobrazuje 













Načtení předpisu za 
měsíc












Obrázek č. 10: Proces generování výstupu 
(Zdroj: vlastní zpracování) 
 
Speciální případ nastává, pokud se v zadaném období v jednom bytě střídají nájemníci 
(zjistíme to jednoduše tak, že se změní jméno a příjmení nájemníka). Pak se pouze 
zapíše řádek do Excelu se současnými hodnotami, vynulují se hodnoty a pokračuje se 
v cyklu od počátečního do konečného data dále. 
Pokud má nájemník předplacené nájemné, pak se od předpisu nájemného odečte 
částka, která se měsíčně má odúčtovat. Navíc je potřeba v samostatném cyklu 
předplacené nájemné postupně každý měsíc odečíst až do zadaného počátečního data 
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sestavy. Až bude hodnota zbývajícího předplaceného nájemného rovna nule a pokud 
není mezitím zaplaceno další předplacené nájemné, objeví se nájemníkovi na předpise 
opět částka nájemného. 
Další speciální postup nastává, pokud uživatel chce nulovat předpis u volných 
bytů. Pak program hlídá, zda je jméno a příjmení nájemníka shodné s tím, které uživatel 
označil jako volný byt. Pokud ano, ukončí načítání jak předpisu, tak plateb. 
Každý cyklus obsahuje jeden SQL příkaz, kterému budou vždy doplněny 
proměnnými v programu konkrétní hodnoty v klauzuli WHERE (aktuální měsíc, 
aktuální byt, aktuální dům atd.). 
Takto vypadá pro ilustraci sekce programu, kde načítáme konkrétní byty: 
 
SQLCommandText = "SELECT DISTINCT (CAST(a.CISLOBYTU as int)) CISLOBYTU " + 
                 "FROM BYTY a " + 
                 "WHERE a.CP=" + sheetcreator[0]; 
 
readCommand = new FbCommand(SQLCommandText, addDetailsConnection); 




    // Tělo cyklu 
} 
 
Nejprve je potřeba do předem vytvořeného řetězce SQLCommandText uložit 
konkrétní SQL příkaz. Zde vybíráme z tabulky BYTY jedinečná čísla bytů (SELECT 
DISTINCT) a pro lepší manipulaci s nimi si jej převedeme na číslo (příkaz CAST). 
V části WHERE vybíráme byty pouze z aktuálního domu – doplňujeme tedy číslo domu 
z předchozího cyklu, který načítá všechny domy (objekt sheetcreator slouží k přístupu 
k datům předchozího SELECTu a index [0] se vztahuje k prvnímu sloupci). 
Dále musíme založit novou instanci třídy FbCommand, kterou zde máme 
pojmenovanou jako readCommand. Jako parametry při vytváření je potřeba předat 
SQL příkaz SQLCommandText a připojení k databázi addDetailsConnection. 
Samotný objekt pro čtení z databáze se jmenuje FbDataReader. Ten vytvoříme 
spuštěním příkazu ExecuteReader nad instancí readCommand – zde je pojmenován 
jako flatreader. 
Jednotlivé řádky tabulky jsou načítány v cyklu while. Každý jeden průchod 
cyklu odpovídá jednomu řádku tabulky. Až se dojde na poslední záznam, tak příkaz 
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Read vrátí hodnotu false, čímž je načítání ukončeno. Uvnitř tohoto konkrétního cyklu 
pak už budeme načítat předpis nájemného a platby nájemníků. 
V různých fázích vytváření výstupu jsou také aplikovány různé příkazy, které 
manipulují s listem v Excelu. Mimo samotný zápis hodnot nebo vzorců do buněk se 
jedná o nastavení šířky sloupců, zarovnání, ohraničení, zalamování textu, slučování 
buněk, nastavení tučného písma, nebo podmíněného formátování (u přeplatku nebo 
nedoplatku). 
 
3.5.3 Finální podoba tiskové sestavy 
Jakmile algoritmus proběhne nad všemi záznamy v databázi, uloží se .xlsx soubor na 
vybrané místo a případně se ihned otevře Microsoft Excel. Takto může vypadat jeden 
z listů výsledného dokumentu: 
 
 
Obrázek č. 11: Finální podoba tiskové sestavy 
(Zdroj: vlastní snímek obrazovky z Microsoft Excel) 
 
Poznámka: Obrázek výše slouží pouze jako ilustrace. Údaje byly pozměněny tak, aby 
nedošlo ke zveřejnění osobních údajů. 
 
Opticky je sestava rozdělena do čtyř vertikálních sekcí, oddělených tlustějším 
ohraničením – základní informace o bytu a nájemníkovi, předpis zálohy a nájemného, 
skutečně zaplacené částky a přeplatek nebo nedoplatek. 
Vzhledem k velkému množství údajů, které je potřeba zobrazit na řádku, je tato 
tisková sestava určena k tisku na šířku. Protože je právě tato tisková sestava hlavním 
hmatatelným výstupem celého programu, je umístěna ještě jednou ve větší velikosti a na 
šířku v přílohách této práce. 
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3.6 Přínos navrženého řešení 
Aplikace BytyExport byla na konci února 2013 předána na betatestování obci Klášterec 
nad Orlicí. Ta jako první formulovala požadavky na exportní aplikaci a jako první měla 
zájem o spolupráci. 
Samotná tvorba aplikace trvala přibližně 60 hodin – relativně dlouhou dobu, 
jelikož nebyla k dispozici žádná dokumentace nebo popis prostředí. Několik hodin bylo 
nutné věnovat analýze datového modelu, principům účtování apod. Časově náročné 
bylo i následné testování funkčnosti, kontrola správnosti dat a případné opravy chyb. 
Pokud tedy odhadneme průměrnou mzdu začínajícího programátora na 150 Kč na 
hodinu, osobní náklady zaštiťující firmy budou přibližně 9000 Kč. Počítat musíme také 
s náklady spojené s poskytováním podpory pro uživatele v odhadovaném rozsahu 10-20 
hodin. Náklady tak ještě vzrostou o 1500 až 3000 Kč. 
Aby tedy firma prodala aplikaci se ziskem, měla by se cena aplikace pohybovat 
přibližně kolem 15000 Kč. Při prodeji aplikace první obci by se zisk firmy pohyboval 
mezi 3000 až 4500 Kč. Zisk z prodeje aplikace dalším obcím by pak byl mnohem vyšší, 
jelikož programátor by pouze řešil drobné změny (maximálně do 20 hodin práce). 
V tom případě by náklady na zavedení aplikace v další obci činily zhruba 4500 až 6000 
Kč, což znamená zisk 9000 až 10500 Kč. 
Věnujme se nyní ekonomickým přínosům z pohledu obce. Hlavní účetní obce 
Klášterec nad Orlicí uvedla, že doposud bylo nutné přehledy v Excelu vypracovávat 
manuálně, každý rok za období červenec až červen a také příležitostně za aktuální 
měsíc. V obou případech však bylo potřeba projít jeden byt po druhém a u každého 
zapsat konkrétní hodnoty. V případě této obce, která eviduje zhruba 200 bytů, byla 
časová náročnost pro sestavení ročního přehledu stanovena přibližně na 50 
člověkohodin (11).  
I když tedy budeme počítat pouze jedno sestavení přehledu ročně, při průměrné 
mzdě 150 Kč na hodinu vychází ročně 7500 Kč za manuální vypracování přehledu 
vyúčtování bytů. Reálně ale zaměstnanci obecních úřadů nebývají placení úkolově, ale 
mají pevnou pracovní dobu, takže reálnou finanční úsporu nelze přesně vyčíslit. 
Nicméně určitě je možné říci, že v období sestavování přehledů se zmenší pracovní 
zátěž a zaměstnanci se budou moci věnovat jiným produktivnějším činnostem. 
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Můžeme tak říci, že obec evidující přibližně 200 nájemních jednotek, která si pořídí 
aplikaci BytyExport, může teoreticky ušetřit každý rok přibližně 7500 Kč, což znamená, 
že náklady na pořízení aplikace se jí vrátí již v druhém roce jeho užívání. 
 
 
Graf č. 1: Úspora obce s 200 nájemními jednotkami s aplikací BytyExport 
(Zdroj: vlastní zpracování) 
 
Velkou výhodou aplikace BytyExport je její univerzálnost. Není vytvořena na míru 
pouze pro jednu obec, ale lze ji zavést ve všech obcích, které vedou evidenci bytů 
v programu Účetnictví. Je sice možné, že některé obce mohou využívat jiné konvence 
při zápisu údajů, ale to lze řešit buď jednoduchou úpravou aplikace BytyExport, nebo 
změnou konvencí na standardní způsob zadávání, jenž aplikace vyžaduje. 
 
3.6.1 Rizika a náměty na zlepšení 
Největším rizikem je skutečnost, že autor aplikace Účetnictví může v rámci aktualizace 
změnit strukturu dat v evidenci bytů. Tím by mohl částečně omezit, nebo kompletně 
znemožnit správné fungování aplikace BytyExport. Důvodů ke změně může být více – 
legislativní změny, změny z důvodu požadavků uživatelů, nebo optimalizace ukládání 
dat. 
Pokud by se jednalo pouze o přidání funkcionality, tedy pouhého přidávání 







































aplikace BytyExport. Pokud by se však jednalo o úplnou změnu datového modelu, pak 
by úprava mohla trvat v nejhorším případě stejně dlouho, jako samotná tvorba nové 
aplikace. 
Největší slabinou aplikace BytyExport je relativně pomalé generování dat, což 
vyplývá z nutnosti vykonávat velké množství příkazů na databázovém serveru. Aplikace 
byla vytvořena s hlavním důrazem na správnost údajů, jednoduchost a grafickou 
úpravu. Pravděpodobně by bylo možné provést další optimalizace za účelem zrychlení 
generování dat. Jelikož však uživatelé neměli ohledně doby generování exportu žádné 
stížnosti a jelikož databázový server se nejčastěji používá pouze lokálně, není tato 
optimalizace nijak kriticky důležitá. 
Evidence bytů v aplikaci Účetnictví postrádá ještě jednu důležitou funkci, která 
se v praxi často používá – tvorba tzv. pasportu bytu. Ten obsahuje v přehledné formě 
všechny technické parametry daného bytu. Jelikož se vychází z velké části z údajů, 
které jsou již zpracovány při vyúčtování bytů, nebylo by nijak složité do aplikace 
BytyExport generování pasportu přidat. Jednalo by se pouze o vypsání parametrů do 
jednotně graficky upraveného stylu. 
 
3.6.2 Porovnání alternativních řešení 
V současné době existuje několik specializovaných řešení, určených pro správu 
bytových družstev. Nabízejí přehlednou evidenci a vedení agendy většího množství 
bytových jednotek. Alternativou k vytváření specifických nadstavbových programů pro 
program Účetnictví by bylo zavedení samostatného systému zaměřeného na správu 
bytů.  
V tabulce na další stránce je uvedeno 6 produktů, které splňují předpoklady 
takového systému. Ceny jsou uvedeny pro obec evidující přibližně 200 nájemních 
jednotek. Tyto ceny jsou převzaty z ceníků, které jsou volně dostupné na internetových 





Tab. č. 1: Porovnání informačních systémů pro správu bytů 
 









2750/rok první rok zdarma 
MIKROS, a.s. WAM SBD www.mikros.cz 50000 
pro 200 náj. jednotek (přibližná 
cena na dotaz) 
O.K. Soft WinDomy www.oksoft.cz 11746   
STARLIT s.r.o. SSB2000 www.starlit.cz 18640 
za základní instalaci + licence na 





navíc aktualizace 500 Kč/měs 
nebo údržba 800 Kč/měs  
TOM-computer, 
s.r.o. 
DES www.destom.cz 26000 
do 500 náj. jednotek, pouze 
moduly nájemné a vyúčtování 
(Zdroj: vlastní rešerše) 
 
Naše správa domu je online informační systém od společnosti EXCON, a.s., který se 
zaměřuje spíše na tvorbu, evidenci a korespondenci dokladů, spojených se správou 
bytového družstva (12). Cloudové řešení sice umožňuje přístup odkudkoli a bez 
jakéhokoli dodatečného softwarového vybavení, ale znemožňuje jakoukoli práci v 
případě výpadku sítě, nebo jiných technických problémech. V případě dlouhodobějšího 
využívání také není příliš výhodná paušální roční částka, která se za používání platí. K 
dispozici je i online demoverze systému. 
Informační systém WAM SBD, který poskytuje společnost MIKROS, a.s. je 
určen jak pro velká bytová družstva, tak pro správce obecních bytů. Je to 
víceuživatelský systém, který je provázaný, minimalizuje duplicitní zadávání dat a 
umožňuje tvořit výstupy v grafické formě. Zajímavou funkcí je také upozornění e-
mailem na předem nastavené události (13). Tento systém je vzhledem ke svému 
zaměření na velká bytová družstva možná až zbytečně složitý a obec s menším počtem 
bytů by možná ani nevyužila všech jeho funkcí. 
Aplikace WinDomy, kterou nabízí společnost O.K. Soft umožňuje jak základní 
evidenci předpisů a plateb, tak např. připojení dalších externích dokumentů nebo tvorbu 
pasportu. Společnost deklaruje, že je možné aplikaci navázat i na jiné systémy (např. 
účetnictví) (14). Bohužel na svých stránkách nemá žádnou ukázku, jak aplikace reálně 
vypadá. 
Dalším systémem určeným jak pro bytová družstva, tak správce obecních bytů, 
je SSB2000 od společnosti STARLIT s.r.o. Mimo evidenci a vyúčtování poskytuje také 
možnost tvorby ekonomických výkazů a přehledů. K samotnému programu SSB2000 je 
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možné dokoupit přídavné moduly jako např. SSBpoh pro propojení s účetnictví 
POHODA, nebo SSBins pro vyhledávání nájemníků v insolvenčním rejstříku (15). 
Společnost nabízí na svých stránkách dokonce ke stažení demoverzi systému SSB2000. 
Společnost SysAg software nabízí hned dva produkty - systém Bytová agenda 
pro správu menších bytových družstev a systém DOMUS, který obsahuje i další 
ekonomické agendy a je určen pro správce většího počtu bytů (16). I Bytová agenda 
však obsahuje vše podstatné pro vyúčtování bytů a tvorbu pasportů. Je možné také 
vytvářet přizpůsobitelné tiskové sestavy. Opět není k dispozici ukázka vzhledu aplikace. 
Systém DES od společnosti TOM-computer, s.r.o. je prezentován jako 
komplexní systém pro správu obecních bytů (17). Skládá se z několika samostatných 
podsystémů, které zajišťují např. nájemné, vyúčtování služeb, pasport, nebo i účetnictví. 
Existuje jak lokální, tak síťová verze. Ani tato společnost neposkytuje žádný náhled 
systému. 
Všechny společnosti nabízejí buď v ceně systému, nebo za příplatek také 
instalační a školící služby. Většina nabízí navíc užší spolupráci ve formě konzultačních 
služeb a uživatelské podpory. 
Graf na následující straně ukazuje akumulované náklady v průběhu pěti let, které 
by vznikly při zavedení a provozu jednotlivých variant řešení, včetně aplikace 
BytyExport, která je vyznačená tlustší čarou. Náklady na zavedení nového systému by 
však byly pravděpodobně reálně o něco vyšší, jelikož je potřeba započítat čas na převod 
dat do nového systému. Navíc by si uživatelé museli zvykat na nové prostředí, což by 





Graf č. 2: Porovnání akumulovaných nákladů pořízení a provozu všech řešení 










































Hlavní cíl této práce – vytvoření funkční aplikace pro tvorbu tiskových sestav 
z evidence bytů v programu Účetnictví – se podařilo splnit. V době dokončování této 
práce se již aplikace testuje v ostrém provozu v obci Klášterec nad Orlicí, 
s perspektivou na další rozšiřování funkčnosti. Očekává se také zavedení do dalších 
obcí, které používají program Účetnictví. 
 Při porovnání alternativních řešení a analýze akumulovaných nákladů vyšlo 
najevo, že aplikace BytyExport je jednou z nejlepších variant pro stávající situaci 
v případě obce Klášterec nad Orlicí. Nejlepší variantou je aplikace i pro jakoukoli obec, 
která eviduje přibližně 100-300 nájemních jednotek a používá program Účetnictví. 
Aplikace BytyExport přidává důležitou funkčnost při zachování minimálních nákladů, 
minimálního času implementace a minimální uživatelské náročnosti. 
Aplikace byla vytvářena ve vývojovém prostředí Visual C# Express, které 
používá relativně nový a perspektivní programovací jazyk C#. Naučit se tento jazyk 
bylo relativně snadné, a to dokonce i bez předchozích znalostí jazyka C nebo C++. Díky 
velkému množství existujících knihoven, které se dají velmi jednoduše připojit a 
používat, včetně zde použitých knihoven pro práci s Excelem a databází Firebird, se 
programátor může soustředit pouze na samotnou funkčnost a vzhled aplikace. 
Cílem této práce nebylo popisovat důkladně řádek po řádku zdrojový kód 
programu, ale spíše nastínit obecné principy jeho fungování a popsat pouze několik 
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Příloha č. 2 – Vybrané části zdrojového kódu aplikace BytyExport 
// Příprava záhlaví listu Excelu (formátování tabulky) 
 
ExcelWs = (Worksheet)ExcelSheets.Add(ExcelSheets[sheetrow + 1], Type.Missing, Type.Missing, Type.Missing); 
 
((Range)ExcelWs.Cells[1, 1]).EntireColumn.ColumnWidth = 4.5; 
((Range)ExcelWs.Cells[1, 2]).EntireColumn.ColumnWidth = 12; 
((Range)ExcelWs.Cells[1, 3]).EntireColumn.ColumnWidth = 16; 
((Range)ExcelWs.Cells[1, 4]).EntireColumn.ColumnWidth = 10; 
((Range)ExcelWs.Cells[1, 5]).EntireColumn.ColumnWidth = 10; 
((Range)ExcelWs.Cells[1, 20]).EntireColumn.ColumnWidth = 9; 
((Range)ExcelWs.Cells[1, 21]).EntireColumn.ColumnWidth = 10.5; 
((Range)ExcelWs.Cells[3, 1]).EntireRow.RowHeight = 28; 
                     
ExcelWs.Cells[1, 1] = "Vyúčtování za " + monthfrom + "/" + yearfrom + " - " + monthto + "/" + yearto; 
ExcelWs.Range[ExcelWs.Cells[1, 1], ExcelWs.Cells[1, 1]].Font.Bold = true; 
 
ExcelWs.Range[ExcelWs.Cells[2, 6], ExcelWs.Cells[2, 13]].Merge(); 
ExcelWs.Cells[2, 6] = "Zálohy + Nájem - Předpis"; 
ExcelWs.Range[ExcelWs.Cells[2, 6], ExcelWs.Cells[2, 6]].HorizontalAlignment = XlHAlign.xlHAlignCenter; 
ExcelWs.Range[ExcelWs.Cells[2, 14], ExcelWs.Cells[2, 20]].Merge(); 
ExcelWs.Cells[2, 14] = "Skutečně zaplaceno"; 
ExcelWs.Range[ExcelWs.Cells[2, 14], ExcelWs.Cells[2, 14]].HorizontalAlignment = XlHAlign.xlHAlignCenter; 
 
ExcelWs.Cells[3, 1] = "Číslo bytu"; 
ExcelWs.Cells[3, 2] = "Jméno"; 
ExcelWs.Cells[3, 3] = "Příjmení"; 
ExcelWs.Cells[3, 4] = "Nájem od"; 
ExcelWs.Cells[3, 5] = "Nájem do"; 
ExcelWs.Cells[3, 6] = "Předplaceno"; 
ExcelWs.Cells[3, 7] = "Nájem"; 
ExcelWs.Cells[3, 8] = "Teplo"; 
ExcelWs.Cells[3, 9] = "Služby"; 
ExcelWs.Cells[3, 10] = "Elektřina"; 
ExcelWs.Cells[3, 11] = "Voda"; 
ExcelWs.Cells[3, 12] = "STA"; 
ExcelWs.Cells[3, 13] = "Předpis Celkem"; 
ExcelWs.Cells[3, 14] = "Nájem"; 
ExcelWs.Cells[3, 15] = "Teplo"; 
ExcelWs.Cells[3, 16] = "Služby"; 
ExcelWs.Cells[3, 17] = "Elektřina"; 
ExcelWs.Cells[3, 18] = "Voda"; 
ExcelWs.Cells[3, 19] = "STA"; 
ExcelWs.Cells[3, 20] = "Zaplaceno Celkem"; 
ExcelWs.Cells[3, 21] = "Přeplatek / Nedoplatek"; 
 
ExcelWs.Range[ExcelWs.Cells[3, 1], ExcelWs.Cells[3, 21]].WrapText = true; 





// Načítání předpisu nájemného za zadané období 
 
int month = monthfrom - 1; 




    if (month < 12) 
    { 
        month++; 
    } 
    else 
    { 
        year++; 
        month = 1; 
    } 
 
    SQLCommandText =  
"SELECT FIRST 1 (CAST(b.CISLOBYTU as int)) CISLOBYTU, " + 
"IIF(c.JMENO IS NULL,'',c.JMENO), IIF(c.PRIJMENI IS NULL,'',c.PRIJMENI), " + 
"IIF(c.NAJEMOD IS NULL, '1900-01-01', c.NAJEMOD), IIF(c.NAJEMDO IS NULL, '1900-01-01', c.NAJEMDO), " + 
"(IIF(a.MISTNOST1M2Z IS NULL, 0, a.MISTNOST1M2Z) + IIF(a.MISTNOST2M2Z IS NULL, 0, a.MISTNOST2M2Z) " + 
"+ IIF(a.MISTNOST3M2Z IS NULL, 0, a.MISTNOST3M2Z) + IIF(a.MISTNOST4M2Z IS NULL, 0, a.MISTNOST4M2Z) " + 
"+ IIF(a.MISTNOST5M2Z IS NULL, 0, a.MISTNOST5M2Z) + IIF(a.MISTNOST6M2Z IS NULL, 0, a.MISTNOST6M2Z) " + 
"+ IIF(a.MISTNOST7M2Z IS NULL, 0, a.MISTNOST7M2Z) + IIF(a.MISTNOST8M2Z IS NULL, 0, a.MISTNOST8M2Z) " + 
"+ IIF(a.MISTNOST9M2Z IS NULL, 0, a.MISTNOST9M2Z) + IIF(a.MISTNOST10M2Z IS NULL, 0, a.MISTNOST10M2Z) " + 
"+ IIF(a.MISTNOST11M2Z IS NULL, 0, a.MISTNOST11M2Z) + IIF(a.MISTNOST12M2Z IS NULL, 0, a.MISTNOST12M2Z) " + 
"+ IIF(a.MISTNOST13M2Z IS NULL, 0, a.MISTNOST13M2Z) + IIF(a.MISTNOST14M2Z IS NULL, 0, a.MISTNOST14M2Z) " + 
"+ IIF(a.MISTNOST15M2Z IS NULL, 0, a.MISTNOST15M2Z) + IIF(a.MISTNOST16M2Z IS NULL, 0, a.MISTNOST16M2Z)) * 
a.CENAM2 NAJEM1, " + 
"(IIF(a.NAJP10KC_1 IS NULL, 0, a.NAJP10KC_1) + IIF(a.NAJP10KC_2 IS NULL, 0, a.NAJP10KC_2) + IIF(a.NAJP10KC_3 
IS NULL, 0, a.NAJP10KC_3) " + 
"+ IIF(a.NAJP10KC_4 IS NULL, 0, a.NAJP10KC_4) + IIF(a.NAJP10KC_5 IS NULL, 0, a.NAJP10KC_5)) NAJEM2, " + 
"IIF(a.TEPLOKC IS NULL,0,a.TEPLOKC), IIF(a.SLUZBYKC IS NULL,0,a.SLUZBYKC), IIF(a.ELKC IS NULL,0,a.ELKC)," + 
"IIF(a.VODAKC IS NULL,0,a.VODAKC), IIF(a.PLATBY1KC IS NULL,0,a.PLATBY1KC), c.ID, " + 
"IIF(a.PREDPLAC1CELKEM IS NULL,0,a.PREDPLAC1CELKEM), IIF(a.PREDPLAC1MES IS NULL,0,a.PREDPLAC1MES), " + 
"IIF(a.PREDPLAC1ROK IS NULL,0,a.PREDPLAC1ROK), IIF(a.PREDPLAC1KCMES IS NULL,0,a.PREDPLAC1KCMES) " + 
"FROM BYTY_UDAJE a LEFT OUTER JOIN BYTY b ON b.ID = a.ID_BYTY LEFT OUTER JOIN NAJEMNICI c ON c.ID_BYTY = 
a.ID_BYTY " + 
"WHERE b.CP=" + sheetcreator[0] + " AND CISLOBYTU=" + flatreader[0] + " " + 
"AND ((c.NAJEMOD <= '25." + month + "." + year + "' AND c.NAJEMDO >= '05." + month + "." + year + "') " + 
"OR (c.NAJEMDO is null AND c.NAJEMOD <= '25." + month + "." + year + "')) " + 
"AND ((a.DATUMOD <= '25." + month + "." + year + "' AND a.DATUMDO >= '05." + month + "." + year + "') " + 
"OR (a.DATUMDO is null AND a.DATUMOD <= '25." + month + "." + year + "'))"; 
 
    readCommand = new FbCommand(SQLCommandText, addDetailsConnection); 
    FbDataReader excelreader = readCommand.ExecuteReader(); 
 
    while (excelreader.Read()) 
    { 
        cislobytu = (int)excelreader[0]; 
        jmeno = (string)excelreader[1]; 
        prijmeni = (string)excelreader[2]; 
        id_najemnik = (int)excelreader[12]; 
        najemod = excelreader.GetDateTime(3); 
        najemdo = excelreader.GetDateTime(4); 
        decimal najem1 = Math.Floor((decimal)excelreader[5]); 
        decimal najem2 = Math.Floor((decimal)excelreader[6]); 
        najem += najem1 + najem2; 
        teplokc += (decimal)excelreader[7]; 
        sluzbykc += (decimal)excelreader[8]; 
        elkc += (decimal)excelreader[9]; 
        vodakc += (decimal)excelreader[10]; 
        platby1kc += (decimal)excelreader[11]; 






// Procedura pro načtení přijatých plateb 
 
public static void ReadPayments(FbConnection AddDetailsConnection, int Month, int Year, FbDataReader 
SheetCreator, FbDataReader FlatReader, bool bMD, int iCisloDokladu, ref decimal iPayment) 
{ 
    string strMD, strDenik; 
 
    if (Year == DateTime.Now.Year) 
    { 
        strDenik = "DENIK a "; 
    } 
    else 
    { 
        strDenik = "DENIK_ARCH a "; 
    } 
 
    if (bMD) 
    { 
        strMD = "a.MD "; 
    } 
    else 
    { 
        strMD = "(-1*a.D) AS D "; 
    } 
 
    string SQLCommandText =  
"SELECT (CAST(b.CISLOBYTU as int)) CISLOBYTU, " + strMD + 
"FROM " + strDenik + 
"RIGHT JOIN BYTY b ON b.ID = a.ID_VYR " + 
"JOIN BYTY_PLATBY c ON c.ID_NAJEMNIK=" + id_najemnik + " AND a.ID_VYR=c.ID_BYTY AND c.DATUM=a.DATUM " + 
"WHERE (EXTRACT(MONTH FROM a.DATUM) = " + Month + ") " + 
"AND (EXTRACT(YEAR FROM a.DATUM) = " + Year + ") " + 
"AND b.CP=" + SheetCreator[0] +  
"AND CISLOBYTU=" + FlatReader[0] +  
"AND a.ORG=" + iCisloDokladu; 
 
    FbCommand ReadCommand = new FbCommand(SQLCommandText, AddDetailsConnection); 
    FbDataReader PaymentReader = ReadCommand.ExecuteReader(); 
 
 
    while (PaymentReader.Read()) 
    { 
        iPayment += (decimal)PaymentReader[1]; 








// Nastavení podmíněného formátování nedoplatku v Excelu 
 
FormatCondition format =  
 (FormatCondition)(ExcelWs.Range[ExcelWs.Cells[4, 21], ExcelWs.Cells[flatrow, 21]] 
 .FormatConditions.Add(XlFormatConditionType.xlCellValue, XlFormatConditionOperator.xlLess, 
 0, Type.Missing, Type.Missing, Type.Missing, Type.Missing, Type.Missing)); 
 format.Font.Color = 0x000000FF; 
 
 
 
