ABSTRACT
INTRODUCTION
To develop high quality software, engineers use various software analysing tools to detect vulnerabilities and loopholes in the program thereby facilitating them with an environment to improve their software. However, software analysing tools are double-edged swords that can be used to reverse engineer the software for malicious intents like intellectual property theft or finding vulnerabilities to exploit. Tools and books on reverse engineering are readily available for download on various Internet websites [1, 2] .
A major factor that makes it harder to prevent software reverse engineering is that the attacker is a user and has all the power of a user to control the software and its running environment. One of the ways to provide some security to the distributed program is to incorporate a security mechanism embedded within the program. Software obfuscation is one such effective mechanism that hinders the process of software reverse engineering. Obfuscation is the process of translating a software into a semantically equivalent obscure form, so that it is harder to understand the logic of the program. Obfuscation can be applied to an entire program or partly to a section of the program, like watermarked code [4] . Low performance overhead compared to other techniques like encryption, is one of the desirable properties of obfuscation [5] Software obfuscation can be applied to a program at different stages of its compilation. Source code obfuscation refers to the application of obfuscation on the source code of the program [6] [7] [8] .
Similarly binary level obfuscation refers to applying obfuscation algorithms on compiled binary programs [10] . Obfuscation can be applied on various intermediate levels such as on bytecode representation in the case of Android applications [19] or Java programs.
Most of the modern reverse engineering tools, like IDAPro [1] , are capable of constructing the control flow graph of a program by converting a binary program to its equivalent assembly representation.
A control flow graph shows the basic block [16] of instructions as vertices and the possible control flow directions as edges, which enables an attacker to follow the program logic and find possible points to attack. Thwarting the disassembly process, by not allowing the reverse engineering tools to determine the correct program representation will result in an erroneous assembly program generation, thereby making program analysis harder. This is the basic idea of most of the binary obfuscation algorithms. In the past years, many binary obfuscation algorithms have been designed to fool the reverse engineering tools. Signal based obfuscation [11] , control flow flattening [18] , self-modification based obfuscation [14] , double process obfuscation [12] , instruction embedding [13] , are some of the binary level obfuscation algorithms.
One of the limitations of all these obfuscation techniques is that they are all trying to obfuscate the instructions within a function. So, even though the obfuscation does a good job in obscuring the program, the functions remain intact. A reverse engineering tool will still be able to find the number of functions in the program and will be able to differentiate the instructions of one function from the other.
In this paper we discuss an obfuscation technique where, we shuffle code fragments from different functions disturbing the linear order of functions in the program. The reverse engineering tool will identify more functions than the original program and each function will be a small code fragment of the original function.
The paper is organized as follows. The proposed algorithm is explained in section 2. Section 3 discusses about the implementation details of the obfuscation method. In section 4, we analyses the overhead created by our obfuscation on the program performance. Performance evaluation of our obfuscated algorithm is discussed in section 5. The paper concludes with section 6.
PROPOSED METHOD
In this section, our new obfuscation method against software reverse engineering is discussed. Our obfuscation algorithm takes an assembly program as input and split the functions in the program and shuffles them, while maintaining the semantics of the program. The assembly representation generated by any assembler maintains a functional structure of the program i.e., the functions in the program are spatially arranged one after another. Each function starts with the standard set of instructions, to set the stack, and ends with a return instruction(s). When a reverse engineering tool disassembles a binary program to an assembly representation, it is thus capable of identifying functions and could segregate them into different functional units. This can help the reverse engineer, better analyse the program or creating a function call graph.
The basic idea of our technique is to disturb this normal representation of the program. In our technique, a function is split into various code fragments by inserting return instruction at the end of each code fragment. Each of these code fragments are then shuffled between functions, giving a inter-functional mix as shown in Fig. 1 . One of the advantages of this method is that the linear arrangement of functions (one after another) is obscured. One of the challenges in implementing such a technique is to maintain the semantics of the program. In a normal program, a return instruction is used to return the control flow from a callee function to a caller function. Adding new return instructions could thus affect the behaviour of a function. In this section, we explain in detail about inserting the return instructions into functions while maintaining the semantics of the program. 
Splitting the function
The first step of our algorithm is splitting the function into different segments. The input assembly program is scanned for finding all the functions in the program. Once the functions are identified, each function is split into different code fragments. The obfuscator has the option to specify the number of splits in the function. In the default mode the obfuscator splits each function into four code fragments. While splitting the function into code fragments, our implementation put a constraint that the code fragment should contain at least five instructions.
For each function, the line numbers at which the function has to be split are identified and a randomly generated unique label is inserted. The unique label refers to the entry point of a code fragment. Fig. 2 , shows the insertion of the labels to split the function into different segments. In the example shown, two labels are inserted at the beginning of the code fragments. 
Pushing the return address to the stack
We insert a ret (return) instruction at the end of each of the code fragment. This will make a disassembler think that each code fragment is a separate function. The ret instruction takes the return address from the stack and transfers the execution control to the particular address location. Thus, to maintain semantics, the current return address should be saved in the stack for later use and the address location of the next code fragment should be pushed into the stack as the new return address.
In our obfuscation algorithm, at the end of each code fragment two assembly instructions are added before inserting the ret instruction. One instruction stores the original return address in ebp + 4 to a register that has not been used. It is followed by another instruction which stores the address of the next code fragment to the stack location ebp + 4.
In the example shown in Fig. 2 , register edx is used to store the current return address in the stack. The address location split_label_2 is then stored in the stack location ebp + 4. These two instructions can be stored anywhere between split_label_1 and split_label_2 and not necessarily at the end of the code fragment. 
Inserting return instruction
The next step in our technique is to insert the ret instructions in each of the code fragments. Like a standard return instruction the stack pointer and base pointer are reset using the two instructions, move sp, ebp and pop ebp which is then followed by the ret instruction. We add an extra instruction to store the stack pointer value to a free register. In the example shown in Fig. 4 , the instruction is mov ecx, esp, is used to store the value of stack pointer to the register ecx.
We add an extra instruction to store the stack pointer value to a free register. In the example shown in Fig. 4 , the instruction is mov ecx, esp, is used to store the value of stack pointer to the register ecx. The reason for this instruction is that we cannot reset the stack pointer value as the function is not completely returning to its caller function and it is needed in the following code fragments that will get executed.
With the address location split_label_2 in stack and return address, the control, flows from the first code fragment to split_label_2, the beginning of the second code fragment when the ret instruction gets executed. 
Restoring the stack
During the execution, after ret instruction from one code fragment is executed; the program execution control reaches the next code fragment. Since the stack pointer was reset during the return instruction, the stack has to be restored at the beginning of the new code fragment.
The first address that has to be restored in the stack is the original return address, which is stored in the register edx. By pushing the register edx, we can restore the original return address in the stack. Instructions push ebp, and mov ebp, esp restores the ebp register. The original stack pointer value is stored in ecx register as shown in the example in Fig. 4 . Instruction mov esp, ecx, restores the original stack pointer value.
Shuffling the code fragments
The obfuscation algorithm treats each code fragment as a separate function unit and shuffles them randomly. The linear order of the function representation is disturbed and code fragments from different functions will be interleaved together. This helps in inter-functional control flow obfuscation. Fig. 5 shows the function call graph of nqueens program generated by IDAPro, before and after obfuscation. The obfuscation has clearly confused the IDAPro that it is unable to generate the function calls from main after obfuscation. Fig. 6 shows the disassembled main function of the program before and after obfuscation. It is clear from the figure that the control flow of the function is completely obscured by the obfuscation. 
IMPLEMENTATION
The proposed obfuscation method is implemented in python programming language. Our implementation expects assembly level representation of the program to be obfuscated. We have implemented the obfuscation algorithm for Microsoft Windows XP and Ubuntu Linux 13.04 operating systems. Our implementation accepts Microsoft Visual Studio 10.0 generated assembly programs and assembly program generated by gcc 4.7.3 as input for obfuscation. Our algorithm generates the obfuscated assembly program which is assembled using the corresponding assembly program to generate obfuscated binary program.
The python code copies the input assembly program to a buffer. It analyses the buffer to find the functions and the start and end of the functions. The number of code fragments for each function is calculated according to the size of the function. The instructions to modify the stack for return address and restoring the stack pointer are added to the beginning and end of each code fragments. The line numbers of beginning and end of each code fragments are changed due to the insertion of instructions. The code fragments are given numbers in sequential order and are represented in a data structure with the number, starting line in the buffer and ending line in the buffer. A simple shuffling algorithm is used to shuffle the code fragments as shown in the following psuedocode. The code fragments are then stored into a new file in the shuffled order to generate the obfuscated assembly file.
PERFORMANCE EVALUATION
In this section we perform experimental evaluation of our algorithm against reverse engineering. We measure the efficacy of our algorithm by measuring the potency against IDAPro [1] . Instruction disassembly error which calculates the number of instructions that the reverse engineering tool is unable to disassemble properly gives the potency of the obfuscation algorithm. In this section, we also analyse the space and time overhead caused by the obfuscation. The increase in space and time at different levels of obfuscation is analysed. We used the test programs from the lcc 4.2 [17] compiler source as input test programs for our obfuscation algorithm.
Instruction disassembly error
The potency of the obfuscation algorithm against reverse engineering tool, is measured by the error in the disassembly of assembly instructions. IDAPro [1] was used to disassemble the obfuscated test programs. We measured the total number of instructions in the original program and the instructions recognized by IDAPro [1] after reverse engineering the obfuscated program. Confusion factor is then calculated as the ratio of their differences, as defined by the following equation,
The total number of instruction addresses before obfuscation is represented by T total . The number of instruction addresses recognized by IDAPro [1] after disassembling the obfuscated binary program is represented by T disasm . Table 1 shows the confusion factor while disassembling obfuscated test pro-grams by IDAPro [1] . The table shows varies levels of splitting the program. The first column represented by zero splits is the original program and all the instructions are reverse engineered successfully. Column 2 represents the obfuscated program, where every function is split into two and the mean disassembly error is 55.9% when functions are split into two. The instruction disassembly error increases as the splitting of the program increases. The splitting of a program saturates after a while. For instance, the program fields has the same instruction disassembly error for 16 splits and 32 splits. This is because the program is split to the maximum possible split by 16 splits and the program cannot be further split down.
Mean instruction disassembly error of 85.16% is obtained at level 8, where each function is split into 8 code fragments. 
Space overhead
The insertions of the new instructions have significant effect on the size of the program. If a function is split into 2 code fragments, then 10 new instructions are added into the program and 20 instructions are added if the function is split into 3 code fragments and so on. Let the number of instructions in the program be N before and the original program is split into n+1 code fragments. The total number of instructions in the obfuscated program will be,
In the worst case, the entire program is split into code fragments with 5 instructions. Let the program is split into n+1 code fragments, with each code fragment having four instructions, then the total number of instructions in the program before obfuscation is, Space ovh = Space after / Space before In Table 2 , we show how the program size increases as the program is obfuscated. The size of the program increases as the number of splits increase. In the worst case, the size increases to 2.2 times the original size. But on an average, the program size increases by 1.57 times the original size with 128 splits, which is less than the theoretical upper bound. 
Time overhead
Obfuscation does have an effect on the execution time. The execution time of the program will increase, because of the execution of the additional instructions. We know that the size of the program increases by 3 times in the worst case. The input parameter of the time complexity thus increases by 3 times. If the original time complexity was T(n), then the new time complexity will be 3T(n) in the worst case. The time complexity of the obfuscated program is thus between T(n) and 3T(n).
Time before refers to the time taken by the program to execute without obfuscation and Time after is the time taken by the obfuscated program to execute. We evaluate the effect of obfuscation on execution speed with Time ovh defined as, functions. Unlike other control flow obfuscation, our method adds more control flow instructions (return instruction) to increase the control flow obscurity instead of removing the control flow instructions. The experimental results show that obfuscating with 8 splits provides a good obfuscation without too much overhead on the space and time requirements of the program. Experimental analysis shows that that our method has an instruction disassembly error of 85.1 % with 8 levels of splitting. An average time overhead of 1.38 and space overhead of 1.32 are observed while obfuscating with 8 splits.
