Abstract-Modern software systems are subject to frequent changes. Different artefacts of a system, such as requirements specifications, design documents and source code, often evolve at different times and become inconsistent with one another. This differential evolution poses problems to effective software maintenance and erodes trust in artefacts as accurate representation of the system. In this paper, we propose a holistic framework for managing the consistent co-evolution of software artefacts, incorporating: traceability creation and maintenance, change detection, impact analysis, consistency checking and change propagation.
I. BACKGROUND AND MOTIVATION
Software artefacts go through stages of refinement at different times and paces. Therefore changes to one artefact may not necessarily be reflected immediately in all other representations that might be affected by the same modification. This differential evolution may result in inconsistency among artefacts. Consequences of artefacts that do not accurately represent the system include lack of trust from stakeholders and ineffective system maintenance. Since maintenance is the most expensive phase in the software lifecycle [1] , the consequences of inconsistently evolving artefacts are not negligible.
II. RESEARCH OBJECTIVES AND RESEARCH QUESTION
A number of solutions from different areas, such as software configuration management, traceability and change impact analysis, have contributed to managing artefact consistency. Winkler et al. [2] provide a survey of solutions aimed at the specification or maintenance of traceability links, while change impact analysis solutions have been surveyed in [3] . A review of relevant approaches leads to the conclusion that they provide partial solutions to the problem for the following reasons: they are not artefact and tool independent and they support limited aspects of consistency management with varying levels of automation. To address these issues, we propose a holistic framework supporting artefact consistency. The key aspects of the proposed framework are traceability creation and maintenance allowing the modelling of dependencies, change detection and impact analysis required to accurately determine the consequences of a change, finally consistency checking and change propagation for determining and resolving inconsistencies. The research question: is it feasible to enable artefact synchronisation in a way that changes made to an artefact at any point in software development will preserve consistency across all artefacts, without imposing specific tools or methodologies?
III. METHODOLOGY AND STATUS OF WORK A prototype system, intended to demonstrate the feasibility of the proposed approach, is under development. A graphbased approach was selected for representing artefact elements and their relationships. Artefact elements are vertices of the graph, while relationships between them constitute the edges. Artefact element details are stored in a graph database (Neo4j) since the property graph data model [4] provided by most graph databases is particularly suitable for storing fine-grained information on artefacts and relationships. Figure 1 . is a high level view of the design of the artefact representation and change detection aspects of the prototype. Tools used to produce the original artefacts generate a transient XML representation of artefact elements, which is then transformed to a GraphML representation. Links between artefact elements are captured in XML format. Data contained within these XML files is imported to the Neo4j database and is represented by nodes, node properties and edges. It is assumed that the original artefacts are stored in version control, which allows change detection to take place. Change information is supplied manually by the user in the form of commit messages, and automatically by the version control system. This change information forms the input for updating both the GraphML representations and data stored in Neo4j.
For this proof of concept implementation, three types of artefacts are supported: requirements documents in .odt format, UML class diagrams, and source code written in Java. The implementation is guided by the principles of modularity and extensibility, so that it can cater for new artefacts and remaining aspects of artefact consistency management in the future. The following aspects have already been addressed by the prototype: (1) Extraction of information from the original artefacts and automatic mapping to a common representation using XSLT transformations to produce a GraphML output, (2) Manual specification of artefact links with a view to incorporating traceability techniques in future to make the process (semi-) automatic, (3) Artefact data storage and retrieval in graph database using the Neo4j embedded Java API [5] , (4) Automatic detection of changes by storing the original artefacts in the Mercurial distributed source control management system [6] and utilising the hg4j Java API [7] to extract commit event and change set data, (5) Semiautomatic identification of changes. Currently user input is required to provide change information as part of commit messages, which is then used in the process of updating artefact and relationship data stored in the database.
IV. EXPECTED CONTRIBUTIONS
The next steps of the implementation will investigate impact analysis techniques with particular focus on their suitability for being extended to work with different types of artefacts. The complete prototype will support specific aspects of artefact consistency: traceability creation and maintenance, change detection, change impact analysis and consistency checking. The main contribution of this research will be a generic framework handling the differential evolution of software artefacts, automated as far as possible, and evaluated against open source systems.
