Abstract
Introduction
Polygonal meshes have been widely used in computer aided design and the computer graphics community because of their simplicity and powerful ability to model complex shapes. Current 3D scanning technology enables us to conveniently capture detailed and dense sample points of object surfaces. These samples are then organized as a triangular mesh for later use [1] [2] [3] [4] [5] . However, the initial reconstructed models are usually noisy. Therefore, mesh processing algorithms, such as denoise, editing, simplification, etc. are usually necessary for further refining of the reconstructed model.
Recently multiresolution methods have become a popular technique in addressing these issues. Apart from the classical multiresolution analysis and subdivision techniques [6] [7] [8] , many excellent mesh simplification algorithms [9] [10] [11] [12] [13] [14] [15] have been proposed to construct the multiresolution representation of meshes without subdivision connectivity. The challenge is how to process the dense meshes efficiently and generate meshes of high quality.
As multiresolution methods, the filtering technique is a common fairing method to smooth the triangular meshes [8, [16] [17] [18] [19] [20] [21] [22] [23] . The basic idea is to apply the concept of continuous energy minimization in CAGD [21, 22] to smooth the triangular meshes discretely. With a special parametrization, the Laplacian algorithm, which is well known in image processing, can be extended to fair 3D meshes [8, 16] . A local iterative procedure is then used to solve the global system. Unfortunately, due to the irregular connectivity, the resulting meshes may be dramatically shrunk and distorted. Moreover, the iteration is sometimes numerically unstable, which seriously slows down the convergence.
In this paper, a constraint of keeping the positions of triangle centers unchanged during the fairing process is introduced into the discrete energy functional of the mesh to be faired. The discrete fairing is then converted to a constrained minimization, which can be solved using a fast and robust iterative method. Our approach efficiently prevents the original meshes from shrinkage and serious distortion. To control the degree of smoothing, a novel volume-preserving decimation algorithm is presented to generate the multiresolution representation, which automatically preserves the features of original meshes. Finally, we apply this smoothing technique to the multiresolution representation to selectively remove different levels of details from meshes.
Related Work
As mentioned before, fairing algorithms smooth meshes by minimizing the energy functional. The most common energy functional are the membrane energy and thin-plate energy of a parametric surface S : X = X (u, ν) [21, 22] :
With a special parametrization, their variational derivatives correspond to the Laplacian and the second Laplacian respectively can be expressed as [8, 16, 19] :
Since the application of standard Laplacian algorithm to mesh fairing may result in serious shrinkage and distortion (see Figure 1 ), in this paper we try to introduce constraints to the standard Laplacian algorithm to prevent the undesired distortion of the mesh. This idea is inspired by the work on modification of the Laplacian operator. The fairing algorithm for irregular meshes is first proposed by Taubin [16] , in which he adopted two derivatives as well as an explicit iterative procedure to fair the meshes and minimize the shrinkage. The resulting meshes, however, heavily depend on the choice of the two mesh-related constants. Recently, Vollmer et al. [17] present an improved Laplacian smoothing method to attenuate the shrinkage, whose basic idea is to move the vertices of the smoothed mesh back towards their previous locations by some distance. Desbrun et al. [18] presented an implicit fairing approach to smooth meshes more efficiently and stably. A scale-dependent Laplacian operator and a constraint of volume preservation are used to reduce the degree of shrinkage and distortion. They also introduced a curvature flow operator in discrete differential geometry to remove small scale of details and prevent the distortion.
Another stream of fairing techniques aim at fairing meshes in multiple resolutions. Zorin et al. [6] combined subdivision and Taubin's fairing algorithm to construct a multiresolution editing algorithm for irregular meshes. Kobbelt et al. [8] described an excellent connectivity-based discrete Laplacian operator to efficiently remove different levels of details on progressive meshes. Based on their smoothing technique, they proposed an editing algorithm for irregular meshes, in which users may modify the shape of any user-specified local region. By generalizing the concept of Taubin's signal processing, Guskov et al. [23] considered both the connectivity and the geometry of meshes in their smoothing scheme to achieve better fairing of irregular meshes. By combining the mentioned algorithms, they also demonstrated several applications such as multiresolution fairing, editing.
Constrained Fairing
Before describing the details of our approach, we first define some notations of triangular meshes. In the following, a triangular mesh M is represented as a triple V, T, X , where V = {1, 2, . . . , N } is its vertex index set, T ⊆ 2 V is its triangle set composed of all triangles in the mesh. Each triangle t ∈ T is defined as an ordered vertex index triple t = i, j, k . The geometric realization of the mesh X : V → R 3 is a mapping from the vertex indices to their locations in 3D space. Let S(i) ⊆ V be the set of the 1-ring neighboring vertices of vertex i, and n i be its valence (i.e. the number of its 1-ring neighbors). For short hand, we use x i to replace X (i) to describe the position of vertex i, so the geometry of M can be defined as a vector X consisting of all its vertices,
Constrained fairing equation
Practically, the Laplacian algorithm uses the following discrete functional to approximate the membrane energy:
where
, ω i j are the nonnegative weights satisfying j∈S(i) ω i j = 1, and ω i j = 0 when j / ∈ S(i). Writing the equation in matrix form, we have
There are several approaches for minimizing the discrete energy E(M). The most popular one is to use an iterative operator to locally solve the system, which implements the smoothing on meshes as a diffuse process. Taubin [16] and Desbrun [18] discussed the explicit and implicit integration for the solution, respectively. In our experience, the implicit approach is more stable and efficient. The resulting mesh, however, may be seriously shrunk and distorted due to the irregular connectivity of the original mesh. Although several researchers have proposed method to handle the problems in different manners [8, [16] [17] [18] 23] , only a few can ensure the smoothing to be stable and have exact volume preservation without extra processing.
By carefully analyzing the problem of shrinkage and distortion, we find that the main reason is that the Laplacian operator causes too much relaxation on the vertices. Therefore, a natural solution is to reduce the vertex relaxation by introducing extra constraints to equation (3) . In the following, we use the lever principle for reference to control the vertex relaxation by fixing all the triangle centers in position during fairing. As all triangle centers form a fixed skeleton to support the mesh, the vertex relaxation is limited to some degree ( Figure 2 ). Hence, these constraints effectively prevent its shrinkage and distortion.
Let X 0 be the initial vertex positions of mesh M, then the barycenter constraint of triangle i, j, k can be described as:
Thus, the constraints on the whole mesh can be written in the following matrix form:
Here, each triangle corresponds to a row in the N × N matrix H . Let i, j, k be the t-th triangle, then the t-th row of H is:
Then the fairing for mesh X can then be described as: This is a typical constrained optimization problem, which can be converted to an unconstrained one using the wellknown penalty approach [24] :
where µ is a positive constant. Solving a large linear system is usually time and memory consuming for a mesh with a large data set. In the following we will describe an iterative solution to equation (5).
Iterative solution
The key issue of our local iterative operator is to minimize the local discrete energy in the neighborhood of each triangle under the center constraint. Given a triangle t illustrated in Figure 3 , let x 0 , x 1 , x 2 be its three vertices, the discrete energy in the neighborhood of t can be defined as: Consequently, the local relaxation in the neighborhood of triangle t can be defined as the minimizer of E(t) under the center constraints:
Since the functional is quadratic, it can be solved using the Lagrangian multiplier method [24] :
Obviously, the new locations of the three vertices depend on the weights only. There are two popular ways to choose weights ω i j , one depends only on the local connectivity of meshes while the other takes both the geometry and the connectivity of meshes into account. Here, we adopt the first method to define the weights:
This choice guarantees that the matrices A −1 , B A −1 and A −1 (A −1 ) T B T in equation (7) depend only on the valence of vertex i. In most cases, the valence of a vertex is among 5, 6 or 7, instead of computing these matrices on fly, we build look-up tables of the matrices for each valence number in a preprocessing step. Hence, we can efficiently calculate the new locations of three vertices of triangle t with these lookup tables.
The method mentioned above simultaneously relaxes three vertices of a triangle to minimize the local energy every time. Note that there are several triangles surrounding a vertex, say p, for complex meshes, which means one may to obtain several new locations p new 1 , p new 2 , . . . , p new m for vertex x (m is its valence) is by relaxing it for each of its surrounding triangles. In our current implementation, the final location of vertex x is determined by averaging these evaluated locations:
As the result, the centers of the triangles may be slightly displaced, but it does not matter much since they are constrained to their original positions. In summary, our iteration operator for closed meshes can be described as follows:
Pold: input array of the orginal vertex locations. Pnew: output array of the new vertex locations. Cnew: temporary array of the number of new locations.
Initialization: Pnew = 0; Cnew = 0; for each interior triangle t = i, j, k of the mesh Use equation (7) and Pold to compute new locations Newi, Newj, Newk of vertices i, j, k;
In Figure 4 (b) and (e), we introduce some white noise to the original models, the noisy models are then smoothed using the proposed algorithm. All the models are flat shaded.
Comparing the resultant models with the original ones, our algorithm can effectively remove noise while preserving their original features. And only a few iterative steps are needed for small noise. Of course, if one wants to smooth the given models further, the basic fairing algorithm may not meet this requirement. The problem may be solved by imposing and relaxing the center constraints on the mesh by turns during smoothing, or using the multiresolution fairing algorithm presented in Section 4.
Boundary fairing
For open meshes, we also need to smooth their boundary curves. There are two ways to do so. One may attach some virtual triangles outside the boundary curve, and then treat the smoothing just like the closed meshes. The other way is to extract the boundary curves from a mesh, and then smooth the curves separately. In this paper, we take the second method.
Similarly, we first introduce the Laplacian operator for a discrete curve, say p 0 , p 1 , . . . , p l which is defined as follows:
where ω i,−1 , ω i,1 > 0, and ω i,−1 +ω i,1 = 1. For simplicity, they may be given as ω i,−1 , ω i,1 = 1 2 . Adhering to the same idea mentioned before, the center constraints may also be introduced to prevent the curves from shrinkage and distortion. It is easy to deduce the local iterative equation: Figure 5 illustrates the open Venus models and the smoothing result by our algorithm. Note that the boundary curve is smoothed nicely in Figure 5 (c).
Multiresolution Smoothing
The above algorithm can efficiently remove the noise from the mesh. As demonstrated in Figures 4 and 5 , the features are well preserved. For some applications, we need to remove not only noise, but also some undesired details from the mesh. This can be achieved by implementing the constrained fairing on the multiresolution representation. There are many published works on the topic of multiresolution representations for triangle meshes [9] [10] [11] [12] [13] , which can be classified into two main categories: one is based on the subdivision connectivity, while the other is based on incremental mesh simplification. The former requires the subdivision connectivity of meshes. Hence a re-sampling process is always necessary to approximate the original model. This may introduce some undesired error before anything is done. Therefore, we adopt the later representation in our work for handling meshes with arbitrary connectivity.
Mesh hierarchy construction
We gradually simplify the original mesh to construct its multiresolution representation by vertex decimation. As shown by previous works, the order in which these simplification operations are performed greatly affects the shape graduation of simplified meshes. Naturally, most algorithms perform the simplification operations in the order of increasing error according to some metric. It is widely recognized that for the purpose of multiresolution smoothing, the metric should be carefully designed such that the vertices corresponding to small-scale details will be decimated first. According to this principle, we propose the following cost function to prioritize the vertices in the mesh:
where α, β are two constants, min edge(s), max edge(x) are respectively the shortest and the longest lengths of incident edges of vertex x. α is always much greater than β in our current implementation, for example α = 1, β = 0.01. Therefore vertices of less importance will be removed earlier due to the large α value, and extreme spindly triangles can be avoided too by the introduction of max edge(x). Additionally we add an independent set constraint in order to simplify the mesh as uniform as possible over the whole mesh.
To avoid any holes after decimating a vertex, our method removes the vertex to be decimated by merging it into a neighboring vertex. In order to preserve the global feature of the shape, we use a local volume metric for choosing the neighboring vertex. Let x be a vertex to be removed, and x j , j = 0, 1, 2, . . . , n − 1 (n is its valence) be its 1-ring neighbors. Stemming from the spirit of half edge collapse, and suppose that vertex x is merged into vertex x k , as shown in Figure 6 . Then the cone at x bounded by its surrounding triangles x x j x j+1 and the bottom triangles x j x j+1 x k ( j = 0, 1, 2, . . . , n − 1) will disappear, the local deformation can be measured by the volume of the cone:
The above volume can be used as a cost function of the operation by merging x into x k . By checking all the 1-ring neighboring vertices of x, we can easily determine the operation with the minimum cost.
There is another similar volume constraint defined in [14, 15] , which determines the optimal representative point for a collapsed edge such that the signed volume bounded by the original mesh and the simplified mesh is zero. Compared with our approach, it involves many more triangles, i.e. all triangles incident to the collapsed edge, in the volume computation, and it also requires solving a linear system to obtain the representative point.
With this gradual simplification method, we can build a multiresolution representation for the original mesh M 0 :
. . , M n }, which have decreasing complexity. Some experimental results on the bunny model shown in Figure 7 demonstrate that the volume criterion preserves the global features of the shape very well. There are in total 24 levels of simplified meshes in this multiresolution representation of the bunny model, which is generated in 4.84 s on a Pentium III 500 MHz machine.
Multiresolution fairing
Incorporated with the above generated multiresolution rep-
. . , M n }, the constrained fairing algorithm proposed in Section 3 can generate new surfaces with controllable smoothness. The basic idea of the multiresolution fairing algorithm is to perform mesh smoothing and mesh refining by turns until the original mesh is reached. The details can described as follows: In step (2.2), when a vertex is split out, it is initially put at the averaged position of its 1-ring neighbors, then adjusted by the method described by Kobbelt [8] :
where n i and n i j are the valences of the center vertex x i and its jth neighbor respectively. Figure 8 shows the results by applying our algorithm to the bunny model (Figure 8(a) ). In this example a multiresolution representation with 24 levels of simplified meshes is built, some of which are shown in Figure 7 . Figure 8 (b)-(d) are some fairing results starting respectively from a different level of simplified mesh. As illustrated in the figures, the coarser the selected mesh is, the smoother the resulting mesh will be obtained. Therefore one may conveniently discard details of different scales to obtain models with desired smoothness using our multiresolution fairing technique.
Conclusions
In this paper, we have presented a novel fairing algorithm to remove noise from triangular meshes. By introducing the barycenter constraints, our algorithm can produce a smooth surface without undesired shrinkage and distortion. It is very useful for smoothing the noisy models reconstructed from measured data. We have also designed a multiresolution fairing tool using the noise removal algorithm as the kernel, which allows the user to interactively discard any level of details from a fair surface. Meanwhile, we present a very fast volume-preserving simplification algorithm to build the multiresolution representation, which keeps the global feature of the model at each level very well. The future work is to apply the multiresolution fairing algorithm for shape modeling and reverse engineering.
