Introduction
Problems of designing usable UIs are mainly due to the necessity that the developers, i.e., designers and software engineers, have to learn different models (task model, implementation model, etc) with different formalisms [4] in an autonomous and quick way. In addition, they have to follow many guidelines to improve the ways humans interact with computers. For instance, the UI should not display unnecessary information, and the dialogs should be simple enough for end-users to gain control of the system. Moreover, development methods do not provide efficient ways for developers to learn models and guidelines. A method description generally is a guide to help the developers create models [6] and to get a great amount of written guidelines [3] . They are also true because computer-based tools which implement these methods and generate interfaces automatically are generally difficult to use. Using these tools, the developers have to write specifications on the domain classes and tasks to be performed by the end-user. Other models used during the design of the interactive system can be derived from these specifications. However, it´s important to point out that the quality of these specifications is a key issue. Some of the problems that can happen with these specifications and their validations are the difficulty in identifying potential end-users, inconsistency in the terminology used, and inadequacy to the end-users´ needs.
Instead of giving solutions to the developers, several educational theories claim that a person learns better when brought to reflect about difficulties and discussing solutions with others [5] . In addition, a person learns better by actually doing something [17] and understanding the context and its relationships [16] . In contrast, using UI generator tools, the developers have generally a passive role in the design process. They depend on the tool, where most of the design knowledge resides. This led us to realize the importance of regarding the developers as active participants in the process, making all the important decisions related to design and evaluation.
With the learning system described here, called TELE-environment [7] , the developers control their own learning process. The system consists of a multimedia learning environment for the web with different assistances (interactive examples, texts and cases) associated to themes about UI design. Themes correspond to concepts and activities existing in any method of UI design. Although themes are correlated, the developer can access texts and interactive examples in any sequence. An interactive example consists of: (i) presenting a problem related to modeling, usability and acceptability which should be analyzed, then (ii) demanding the developers to build possible solutions using UI design tools or CASE tools. These problems are represented in cases (called problem-cases). Cases represent situations that either comply with or violate several guidelines in a system specification, dialogue design and information presentation. The objective is to help developers understand and apply guidelines during the entire design process. In addition, the environment implements a collaborative resolution strategy that allows developers to discuss their design problems with others on-line.
The remainder of this paper is structured as follows: section 2 describes state-of-the-art tools to support learning and designing UIs. Section 3 provides the basic concepts used in TELEenvironment. The TELE-environment architecture is described in section 4. Section 5 describes the process of the user interaction. Section 6 summarizes the main points of the paper.
Approaches to User Interface Design
There are some methodological frameworks and tools for UI development [9, 6] , called Tools for Working with Guidelines (TFWWG approach), which enable the integration of usability issues into the software development process. The main point of this approach is to design usable UIs that optimize the performance of tasks, through error reduction, higher throughput, and higher user satisfaction, and comfort. [15] An important research goal of the TFWWG approach is to discover ways to integrate guidelines into the development process without stifling creativity [15] . These research studies include methods and tools that help the developers understand, search and apply design principles, guidelines and standards from the beginning of the design process. Therefore it is necessary t o use notations that are familiar to UI developers and tools that are simple to use. For example, the JANUS system [2] is a CASE-based approach for UI development. It employs UML (Unified Modeling Language) with the help of the CASE tool Rational Rose [13] to allow an automatic transformation of the formal specification into a preliminary UI.
A complementary approach to the automatic generation approach is the use of design aid tools to support learning and designing. Some of these tools are: i) SIERRA [14] , which offers the developer a detailed computer-based description of many guidelines; ii) Sherlock [9] , which allows evaluating the generated UIs by offering the developer some advice about how to solve detected design problems, and iii) GUIDE [11] , which offers the developers a CASE-based decision support system. The developers define their current design context and the system will find existing similar cases. New cases can be added to the tool database in order to help with future projects.
These t ools support developers with learning and designing, but they do not require the developer to think about UI design problems through practice on the collective experience. One way to help developers in solving real problems is to create a virtual situation through the use of graphical tools. The graphical tool approach can help developers perform operations that can be illustrated through images, which can represent a problematic situation or depict a possible solution to a problem. The operations can be the following: contemplate alternatives, anticipate the implications of a given decision, follow a discourse while commenting on what is being shown, identify guidelines and evaluate designs for usability and conformance to applicable guidelines.
The Use Cases on UI Design
As mentioned before, cases are specific situations related to UI design, which developers face when developing a system. One example of a case may be the following: A developer validated a prototype with two end-users after they checked the conformity to their needs and the usability. Cases must be organized in generic situations of UI design in order to contextualize them [1] . To increase the effectiveness of representations, and recovery, we have associated cases to g eneric situations, such as "validating prototype" and "identifying the end-users' needs". These generic situations are associated with the UML notion of "use case". Cases are therefore variations (instances) of a use case type that happens on UI design. Figure  1 is a simplified diagram of a use case organization for UI design situations. A use case may be split up into several specific use cases existing in a relationship of generalization, where each specific use case is a derivative of a generic use case. Generic and specific use cases form a hierarchy, where a use case may be linked to others from anywhere in the hierarchy. Thus, the use case hierarchy described is not a strict one. In the situation presented in figure 1 , there is the relationship use, which means that if A uses B, then B can happen during the realization of A and the problems of A can be caused by problems of B. In some level of the hierarchy, problem-cases can be found. A problem-case is a description of a real situation, including characteristics of the context and of the participants. Its main goal is to make the developer think about the problem and possible solutions. An analysis-case is a problem-case with the solution already defined. Its main goal is to make the developer think about the proposed solution and discuss about other possible solutions with other developers. 
Usability of the Learning System
Many concepts studied in different areas (HCI, cognitive sciences, ergonomic, AI and pedagogy) have been considered in order to assure TELE-environment´s usability. We associate these concepts to some components related to the development of the overall TELEenvironment (such as the UI, the application and the end-user) (see Figure 2) : 
i)
Using collaboration and communication mechanism to assure the quality of the end-user: TELE-environment implements the collaborative aspect by allowing a developer to share knowledge (obtained by practice) among the other developers by sharing any application. In addition, it enables developers to interact with others by means of a forum and chats.
ii)
Using interactive devices to assure the usability: The developers need to choose the appropriate devices to facilitate the use of the system by the end-users, taking into account any kind of physical disability. The end-user can use the camera and the microphone to communicate with other end-users.
iii) Using guidelines to assure the usability with multimedia interaction: To determine how a case should be shown on the screen, guidelines related to graphical aspects and characteristics about the end-user and the context of use are considered. It allows us to determine the best way a case must be given to t he developer during the interaction with this system. iv) Using hypertext to assure the quality of the learning application: To facilitate the learning process during the exploration of concepts about UI design, themes are related through a hypertext structure, obtained from the use-case organization. Figure 3 depicts the architecture of the TELE-environment in three levels (presentation, management and information storage) including five main components: 
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• CADI, w hich implements the problem-based resolution strategy. It has an Assistance module, which coordinates the recovering and presentation of cases. A case can be shown on the screen in different ways, such as image, audio or text.
• TELE, which allows the collaboration and communication over the web by chat and the sharing of any application, such as a User Interface Design Tool. This component is described in [12] .
• CADInet, which offers a UI Design course and assistance with texts and links. This component is described in [8] .
• User interface, which is used by the developers to interact with the environment.
• The knowledge base, which will give support to most of the problem-solution-based process. This base contains the frequently encountered problem-cases (associated to scenarios, text and audio files), the use case organization, themes and rules. The cooperation between the components is the following: the developer who is taking a UI Design course at CADInet, identifies a problem and requests the analysis of it. The UI component, during this analysis, gives the developer some assistance through CADI. The developer is assisted by cases, shown in different ways, which are recovered from the knowledge base by the assistance module. If the developer wants to communicate with other developers who have experienced similar problem-cases, and/or create an analysis-case for the problem, the UI component calls TELE module. The developer's solutions are validated by an expert before being effectively stored and made available to others. The need for modeling different media has led us to develop a graphic scenario editor, described in [7] . A scenario about a usability problem could be, for instance, a picture illustrating an end-user entering data and, accidentally, selecting a function, which closes the data input window. Mainly, scenarios are used to graphically express human factors (e.g., end-users' characteristics, position and expression, tasks and context). These factors are crucial for knowing which guidelines to use and why to use them. For example, in noisy environments such as shopping malls during holiday time, we must create a UI that works well for the hearing impaired. In the next section, we will describe CADI's assistance process, taking into account the knowledge represented in the use case organization and developers' characteristics.
Interacting with the System to Learn the UI Design
Case study. Figure 4 illustrates an interactive example, which the developers take when navigating in the interface logical design theme available in CADInet. In this example, the developers have to solve the following problem related to a prototype usability: during the initial prototype validation, the end-users complain that they cannot find the most relevant information on the screen. What must the developer do? Next, we will show how CADI can help them reflect about a possible solution. Case Identifying. Using CADI, the developers must at first identify the problem. A fter identifying it, the developers have two options: i) choose a use case which defines the context of the problem and subsequently the problem itself by selecting a problem-case, and/or ii) specify scenes, which express the situation. Once the problem-case has been accurately defined, the assistance module starts to work, retrieving and showing similar cases stored in the database of cases.
Case Retrieving. The assistance module asks some questions to the developers and applies algorithms and rules in order to retrieve already existing cases from the database. One of the algorithms for case retrieval allows the cross-contextual retrieving. If the developer chooses use cases, problem-cases are retrieved by taking into account the relationship use between the use cases. This happens because the developers may initially choose a problem-case thinking they know the problem well and, after answering questions about related use cases, the assistance module may determine that the problem in question is not the problem selected, but a consequence of a problem related to the one selected. This may happen because of the crosscontextual retrieval algorithm, and the loose hierarchical nature of the use case organization. In this example, the developer may choose the following use cases: evaluating then integrating guidelines. The assistance module asks about some graphical aspect of the UI, for instance, if the most important information is already on the top left corner of the window. If any problem is found in the g uidelines, the module tries to retrieve problems related to other use cases. Taking into account the relationship between evaluating and identifying end-user needs, some questions about the end-user's characteristics are asked. If the end-user has visual impairments, for instance, a problem-case related to end-users' disabilities can be retrieved, if not, problem-cases related to inadequate end-users' needs can be retrieved.
Case showing. To define how a case must be shown, this module takes into account the characteristics of the developer and of the context of use. After these characteristics are identified, it chooses the best view to show a case. For instance, a view having a combination of sound and image of a case, is not appropriate for a very noisy context (a laboratory, for instance). The views are predefined according to guidelines. These guidelines helped us to define the best way to divide a screen, to show many media at the same time, and to hear a story about a case. Figure 5 shows a view combining a graphical scenario and a textual story of a similar case to the problem-case in question. It is a picture of an end-user not satisfied with a prototype, because it is difficult to accomplish a certain interactive task and the prototype is not in conformity to the requirements. Other end-users are also waiting to validate this prototype. Then, they will work together to solve the problems found. 
Conclusion
The TELE-environment described here is considered essential for the developer to make a usable UI system. To assure UI usability, guideline rules, and developer's beliefs and preferences have been defined, providing hypertext and multimedia assistance. To assure the quality of the learning process, the use case organization allows for UI themes to be related giving more autonomy to the developer and to associate cases in order to contextualize design and evaluation problems. In addition, cases are expressed in a natural and graphical way through an ontological structure. To assure the quality of the developer's task, a collaborative process is provided. The problem discussion, the consequences of the solutions, and the collaborative support with assistance help the developer improve the projects and adopt an integrated ergonomictechnological-collaborative approach.
