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Abstract 
 
This paper describes a methodology for evaluating the numerical 
accuracy of software that performs mathematical calculations. The 
authors explain how this methodology extends the concept of 
metrological traceability, which is fundamental to measurement, to 
include software quality. 
Overviews of two European Union-funded projects are also 
presented. The first project developed an infrastructure to allow 
software to be verified by testing, via the internet, using reference 
data sets. The primary focus of the project was software used within 
systems that make physical measurements. The second project, 
currently underway, explores using this infrastructure to verify 
mathematical software used within general scientific and 
engineering disciplines. 
Publications on using reference data sets for the verification of 
mathematical software are usually intended for a readership 
specialising in measurement science or mathematics. This paper is 
aimed at a more general readership, in particular software quality 
specialists and computer scientists. Further engagement with experts 
in these disciplines will be helpful to the continued development of 
this application of software quality. 
Keywords: Software, Standards, Traceability, TraCIM, ValTraC, 
Verification 
1.0 Introduction 
National Measurement Institutes (NMIs), such as the National Physical Laboratory 
(NPL) [1] in the UK and the Physikalisch-Technische Bundesanstalt (PTB) [2] in 
Germany, have developed methodologies to evaluate quality criteria, such as 
  
numerical accuracy, of software implementations of mathematical algorithms 
(hereafter referred to as mathematical software). 
Mathematical software is increasingly essential to modern-day measurement 
systems. Quantifying the effect software quality has on the accuracy of the 
measurement results provided by such systems is an important activity for NMIs 
and industry. The demand for ever more accurate measurements, supported by ever 
more complex software, can only increase [3]. 
In the following paper the authors present an overview of a methodology to 
evaluate the numerical accuracy of mathematical software. This methodology uses 
reference data sets, sometimes known as numerical artefacts. These artefacts are 
analogous to the physical artefacts with which NMIs establish the metrological 
traceability of measurements of physical quantities such as mass. 
Sections 2 and 3 provide background information, including an introduction to 
metrological traceability. Section 4 provides an overview of the methodology. As 
well as being used for verification of mathematical software within measurement 
systems, the methodology can be applied to mathematical software more generally 
[4]. Section 5 explains how the concept of metrological traceability can be 
extended to the verification of mathematical software. 
Coordinate measuring machines (CMMs) [5] are described in section 6. The 
verification of mathematical software within these devices is a major area of 
application for the methodology. 
Section 7 contains an overview of the European Union-funded project TraCIM [6]. 
Amongst other deliverables the project developed services that allow reference 
data sets to be used, via the internet, directly in devices running the software to be 
verified [7]. Section 8 describes another European Union-funded project, ValTraC 
[8], that is exploring the use of the TraCIM system within general scientific and 
engineering disciplines. The authors end with some thoughts on future directions 
for this work. 
2.0 Verification and Validation 
This paper uses the definitions of verification and validation provided in 
ISO/IEC/IEEE 24765:2010 [9]: 
Table 1. Terminology 
Verification Formal proof of program correctness. 
Validation Confirmation, through the provision of objective evidence, that 
the requirements for a specific intended use or application have 
been fulfilled. 
  
Therefore by verification the authors mean ―Has the mathematics been 
implemented correctly?‖ and by validation, ―Has the implementation of the 
mathematics met a user requirement? 
3.0 Metrological Traceability 
Metrological traceability is a fundamental concept within measurement science (or 
metrology). The International Bureau of Weights and Measures (BIPM) [10] is the 
body with responsibility for ensuring and promoting the global comparability of 
measurements via the International System of Units (SI). In its International 
Vocabulary of Metrology (VIM) [11], BIPM defines metrological traceability as: 
 
―Property of a measurement result whereby the result can be related to a 
reference through a documented unbroken chain of calibrations, each 
contributing to the measurement uncertainty‖ 
 
Metrological traceability ensures that a kilogram of potatoes purchased from a food 
retailer in the UK must (subject to measurement uncertainty) have the same mass 
as the UK’s national standard kilogram held at NPL. The retailer, trading standards 
officers, etc. must use weighing devices calibrated in an unbroken traceability 
chain ending at NPL, and NPL must in turn be traceable to the BIPM. 
 
International intercomparisons between NMIs demonstrate that the participants’ 
measurement results are equivalent and therefore verify the way they maintain and 
disseminate their national mass standards. Such intercomparisons are also subject 
to measurement uncertainties. A discussion of measurement uncertainty is beyond 
the scope of this paper. Reference [12] provides an introduction to the topic. 
 
Figure 1 provides a simple example of a traceability chain. 
 
 
Figure 1:Example of a traceability chain 
As will be described in the section 5, the concept of metrological traceability can 
be extended to verification of mathematical software. But first, an explanation of 
some further terminology is required. 
  
4.0 Verification of Mathematical Software 
The following section provides an introduction to the methodology. It begins with 
a summary that introduces the concepts of computational aims and reference data 
sets. 
4.1 Summary 
The methodology described in this paper can be summarised as follows: 
1. Provide a clear, complete and unambiguous statement of the mathematics 
to be implemented. A document called the specification of a 
computational aim (or simply computational aim) contains this statement. 
A computational aim does not provide any details of how the mathematics 
will be implemented. An online database of computational aims [13] was 
developed as part of the TraCIM project (see section 7). 
 
2. A computational aim is used as the basis to generate reference data sets. 
A reference data set consists of a number of reference pairs. A reference 
pair comprises reference input data and corresponding reference output 
data. 
 
3. The software to be verified is presented with a selection of reference input 
data as test data. The output generated by the software is compared with 
the corresponding reference output data. If the values agree according to 
stated criteria (e.g. to a certain number of decimal digits) the software is 
deemed to be of the required quality. 
4.2 Generating Reference Data Sets 
In theory, reference data sets could be generated by someone reading the 
computational aim and calculating the reference pairs by hand! In practice, a data 
generator is implemented in software to generate reference pairs. Data generators 
can be either static or dynamic. Static generators produce a file of reference pairs; 
dynamic generators produce reference pairs on the fly. 
 
Reference data sets can be generated in one of two ways: 
 Forward: Begin with reference input data and, using reference software, 
generate corresponding reference output data.  
 Reverse: Begin with the reference output data and generate corresponding 
reference input data. E.g. for minimum circumscribed circle calculations, 
described in section 7.3.2, define a circle by selecting a radius length and 
the (x, y) coordinates of the centre point. From these parameters, generate 
the (x, y) coordinates of a set of data points such that the specified circle is 
the smallest that contains all of these data points. 
  
In general, reverse generation is easier to implement than forward generation and is 
the preferred technique. The mathematics underlying reference data set generation 
is beyond the scope of this paper; reference [4] provides further details. 
5.0 Software Traceability 
The term traceability is well established within software engineering. For example 
ISO/IEC/IEEE 24765:2010 [9] defines requirements traceability as ―Discernible 
association between a requirement and related requirements, implementations, and 
verifications.‖ Requirements traceability provides a means of validating software, 
i.e. ensuring requirements have been met. 
 
In the context of this paper the authors mean traceability as providing evidence of 
numerical correctness through an unbroken chain ending with a computational aim 
via a reference data set (see figure 2, c.f. figure 1): 
 
 
Figure 2: Software traceability chain 
6.0 Coordinate Measuring Machines 
Manufacturers of coordinate measuring machines are a major industrial user of 
reference data sets. A brief description of these devices and related standards will 
provide useful background information. 
6.1 Overview of CMMs 
Coordinate measuring machines (CMMs) [5] use probes to make measurements of 
the coordinates of points on the surface of an object. Mathematical algorithms 
implemented by software are used to infer information about the object (such as 
dimensions, positions of features, etc.). The object could have a complex geometry 
such as a camshaft or turbine blade. 
 
As noted in [14], a complex engineering product (such as a gas turbine engine) can 
be constructed from tens of thousands of components. The importance of the 
accuracy and consistency of measurements made by devices such as CMMs cannot 
be overstated. If measurements made by one manufacturer’s CMM differs from 
that of another manufacturer’s, beyond an acceptable tolerance, then individual 
components might not fit together. 
6.2 ISO 10360 
International standards for testing the performance of CMMs help ensure 
consistency [14]. The ISO 10360 series of standards are among the most widely 
  
adopted [15]. The majority of these standards are concerned with physical testing, 
such as the use of gauge blocks [16]. 
 
However, software that performs mathematical calculations (such as geometric 
element fitting) lies at the heart of CMMs. The quality of the CMM’s software 
should be as important as the quality of the physical construction of the CMM 
itself. But how can the quality of such software be determined? CMM 
manufacturers may wish their software and algorithms implemented to remain 
confidential [17]. Reference data sets offer one means of testing. 
 
ISO 10360-6:2001 [18] describes a procedure for testing software using reference 
data sets. To quote from the introduction to this standard ―The reliability of 
information about features that is determined from associated features is influenced 
by the quality of the software for computing those features.‖ 
7.0 The TraCIM Project 
―Traceability for Computationally Intensive Metrology‖ (TraCIM) [6] is an EU-
funded project that ran from June 2012 to May 2015. Traceability, in the context of 
TraCIM, is described in section 5. Computationally intensive metrology refers to 
metrology applications that make significant use of mathematical software. Such 
applications include measurement devices such as CMMs. 
 
The main aim of the project was to develop an information and communications 
technology (ICT) infrastructure for verifying mathematical software via the 
internet. This verification is traceable to computational aims via reference data sets 
maintained at NMIs. The work was undertaken by a consortium consisting of: 
 
 The NMIs of the Czech Republic, Germany, Italy, the Netherlands, 
Poland, Slovenia and the UK. 
 The universities of Huddersfield, Osfalia, York and Zwickau. 
 
CMM manufacturers Hexagon, Mututoyo, Werth and Zeiss were unfunded 
industrial partners in the project. Their role was to provide guidance to ensure 
meeting the needs of industry was at the heart of TraCIM. 
7.2 Work Packages 
The work was divided into the following work packages (WPs): 
 
 WP1: Framework for traceable computation in metrology 
The starting point for the project was to categorise various metrology 
areas (e.g. electricity and magnetism, length, mass and radiometry) and 
identify mathematical calculations relevant to those areas [19]. 
Calculations relevant to more than one metrology area are termed 
interdisciplinary. 
 
  
Requirements for the ICT infrastructure were defined as part of WP1. The 
implementation was carried out in WP5. 
 
 WP2: Formal statement of computational aims 
Software implementing a mathematical calculation can only be verified if 
there is a clear, complete and unambiguous statement of the mathematics. 
As stated in section 4.1, in the context of work summarised in this paper, 
these statements are called computational aims. 
 
The main aim of WP2 was to develop a selection of computational aims 
for mathematical calculations required by metrology areas identified in 
WP1. A common template for these computational aims was developed 
and a searchable database made available online [13]. 
 
 WP3: Generation of reference data 
In this WP, data generators were developed for a selection of 
computational aims identified in WP1 and WP2.  
 
 WP4: Performance metrics 
In this WP, metrics were designed to evaluate the performance of 
software under test. E.g.: 
o How close is the reference data set to the true mathematical 
solution of the computational aim? Knowing the quality of the 
reference data set is a part of knowing the quality of the software 
under test [20]. 
o Define a maximum permissible error (MPE) that applies in the 
relevant metrology domain. 
 
 WP5: Launch of TraCIM System 
In this WP, the ICT infrastructure whose requirements were drawn up as 
part of WP1 was developed and demonstrated for the unfunded partners 
of the project.  
 
Work packages were divided into deliverables. For the remainder of this section 
the authors provide further details of those deliverables most relevant to this paper. 
 
7.3 WP2: Formal Specification of Computational Aims 
Formal methods [21], such as Z [22], bring mathematical rigour to software 
specification. A point that arises almost immediately is ―If metrologists use 
mathematics to document computational aims, how can you get more formal than 
that?‖ Computational aims are indeed heavily mathematical documents. However: 
 
 Omissions and ambiguities may occur, even in computational aims 
expressed using mathematical notation; would the use of formal methods 
allow these omissions and ambiguities to be identified and addressed? 
  
 Would the added discipline that formal methods bring allow better, more 
clearly thought out, computational aims to be written? 
 Specifications using formal methods can be analysed using software tools. 
The University of York was awarded a one-year research grant to explore the use 
of formal methods for the specification and analysis of computational aims. The 
following subsections summarise the research. Anyone interested in further details 
of the formal specification work undertaken as part of TraCIM is welcome to 
contact the authors of this paper. 
7.3.1 Initial Review 
The first stage was to decide which formal specification language to use. Both 
VDM [23] and EXPRESS [24], which has received attention in the field of 
metrology, were considered. However, Z was selected, as its expressive style is 
closest to the mathematics used to write computational aims; the other languages 
considered use more software-oriented constructions. Z is supported by software 
tools that provide syntax and type checking, as well as other features [25]. An ISO 
standard has also been defined for Z [26]. 
7.3.2 Z Specification: Minimum Circumscribed Circle (MCC) 
The next stage was to apply Z to specifying some existing computational aims. The 
first computational aim chosen was ―Minimum circumscribed circle (MCC) to data 
in the xy-plane‖ (search [11] for ―minimum circumscribed circle‖). Being 
straightforward, this computational provides a good starting point for exploring the 
use of formal methods. 
r
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Figure 3. Minimum Circumscribed Circle 
The informal description of this computational aim is ―Determine centre 
coordinates and radius of the circle of minimum radius that circumscribes a given 
set of points in the xy-plane.‖; see figure 3. 
 
Z specifications are structured using schemas. The upper section of a schema 
contains variable declarations; the lower section defines the relationship between 
the values of the variables and any constraints on these values. Schemas can be 
named and combined with other schemas. 
 
Schema MCCInputs, defined below, specifies the inputs to the computation: 
  
 
 M, the number of data points 
 X, a matrix (m × 2) containing the coordinates of those data points; m is 
constrained to be a non-zero natural – i.e. the set of data points must not 
be empty 
 
 
 
Schema MCCOutputs specifies the outputs of the computation. These outputs are: 
 
 X0, a vector containing two real numbers which are the (x, y) coordinates 
of the centre of the MCC 
 r, a real number that is the radius of the MCC. r is constrained to be ≥ 0 
 
 
 
Schema MCCComputation completes the specification of the computational aim. 
Including the name of other schemas in the upper section of a schema imports all 
variable declarations, constraints etc. from those schemas. 
 
 
 <x0, y0, r> is a sequence of values that define the x and y coordinates and 
radius of a circle containing the data points held in matrix X 
 X(i)(1) and X(i)(2) where i = 1 .. m contain the (x, y) coordinates of the 
data points 
 The function safeminv inputs a set of pairs (<x0, y0, r>, r) and returns the 
value of <x0, y0, r> where r is a minimum 
 
The definitions of safeminv, realvector and realmatrix are not included in this 
paper due to space constraints. 
  
 
7.3.3 Analysis of Computational Aims 
Confidence in the validity of formal specifications can be increased by analysis 
using software tools. Mathematica [27] is a symbolic (and numerical) workbench 
supporting mathematical reasoning. It allows users to simplify formulae 
symbolically, via its FullSimplify function. Formulae that can be simplified 
include those that yield logical values. 
 
FullSimplify can be used to confirm whether a formal specification has required 
properties. For example, the MCC for an input data set containing two (distinct) 
data points is the circle which has a diameter defined by those points. This property 
can be characterised in Z as: 
 
 
 
This property is then characterised in Mathematica as: 
 
PropertyDiag[x1_, y1_, x2_, y2_] :=  
TwoPointMCCCircle[x1, y1, x2, y2] ==  
DiameterLinetoCircle[Line[{{x1, y1}, {x2, y2}}]] 
 
where the definition of TwoPointMCCCircle contains the variable declarations, 
constraints etc. from MCCComputation. With the addition of some further 
functions, not discussed here for space reasons, FullSimplify returns True. 
7.4 WP5: The TraCIM System 
The TraCIM System [7] delivers traceable verification, by means of software 
testing, directly to systems containing the software under test. A web interface [28] 
allows service users to register with the system and order test(s). Each test relates 
to a particular computational aim. The service user will be emailed an order key 
that allows access to the test(s). 
 
The TraCIM System consists of the following components: 
 
 The TraCIM Server: The core software module that controls the flow of 
data to and from other modules. Typically the TraCIM Server is hosted by 
an NMI 
 Expert extensions: For each computational aim, a software module called 
an expert extension implements all operations relating to that aim. As will 
be discussed, these operations include selecting reference pairs. 
 TraCIM Client: This software module connects the software under test to 
the TraCIM Server, via the internet. 
 
  
As illustrated in figure 4, a TraCIM Client requests some test data using the order 
key. In this example a client running within a CMM is used to contact the TraCIM 
Server via the internet.  
 
Figure 4. Request test data 
 
As illustrated in figure 5, the TraCIM Server calls up the relevant expert extension 
which makes a selection of reference pairs from the reference data set. Reference 
input data from the pairs are supplied to the software under test (ST): 
 
Figure 5. Obtain test data and input to software under test 
 
As illustrated in figure 6, the software under test processes the reference input data 
and generates output data. The TraCIM Client supplies the output data to the 
TraCIM Server: 
 
Figure 6. Software under test produces output data 
 
As illustrated in figure 7, the TraCIM Server supplies the output data generated by 
the software under test to the expert extension; this data is then compared to 
reference output data. If the output data and reference output data agree according 
to the required criteria (e.g. to a certain number of decimal digits) the software is 
deemed to have passed (i.e. is of the required quality); otherwise the software will 
  
have failed. The TraCIM Server sends a test report to the TraCIM Client and the 
client outputs a PDF file: 
 
 
Figure 7. Compare results and generate report 
8.0 The ValTraC project 
The ―Validation of software development and analysis tools using TraCIM‖ 
(ValTraC) project is another EU-funded project; it is currently underway, running 
from July 2016 to December 2017. 
 
ValTraC explores how the TraCIM System can be used to verify mathematical 
software from other application areas in addition to physical measurement systems 
such as CMMs. With guidance from industry, further expert extensions are being 
developed for the TraCIM System. The work is being undertaken by NPL, PTB 
and Osfalia University. 
 
With reference to section 2, this project should have been named VerTraC. 
9.0 Further Thoughts 
TraCIM provides an infrastructure that allows the concept of metrological 
traceability to be extended to the verification of mathematical software. The key 
concept is a traceability chain that links the software under test to a computational 
aim. Further research could add greater formality to this chain. For example: 
 
 The results of the work within TraCIM on using formal methods to define 
computational aims were encouraging and demonstrated there is further 
research that could be carried out. For example, could refinement [29] 
allow formal methods to extend a chain of traceability from a reference 
data set to a computational aim in a formal, documented manner? Would 
such an extension bring any benefit? 
 
 Functional programming languages such as Haskell [30] evaluate 
expressions rather than assign values to variables. Mathematical libraries 
are being developed for Haskell [31]. Developing data generators using 
Haskell would be an interesting test of those libraries. 
It is hoped that this paper will make a useful contribution to such research being 
undertaken. 
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