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This paper proposes a sensing system for vehicles using an auto- 
motive scanner with wireless connection for sending data. The 
connection to the scanner provides data that is sent to a cell phone 
via a Bluetooth connection and to the cloud . In order to provide a 
response to the driver as soon as an abnormality appears, an appli- 
cation was created to emit a synthesized voice warning. The results 
showed that the driver, through the synthesized voice messages and 
the system interface, was previously able to become aware of the 
abnormalities of the vehicle and carry out preventive maintenance. 
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Internet das Coisas (do inglês Internet of Things - IoT) é um conceito 
que visa incluir conectividade sem fio em dispositivos do dia a dia, 
a fim de permitir muitas formas de aplicativos inteligentes [9]. Tais 
dispositivos possuem capacidades de processamento e comunicação, 
como por exemplo, etiquetas de identificação por rádio frequência, 
sensores e atuadores, além de poder interagir uns com os outros a 
fim de alcançar objetivos comuns [5]. 
A Internet das Coisas tem se mostrado promissora em diversas 
áreas, como meio ambiente, saúde, energia e na indústria automo- 
bilística. No setor automotivo, a IoT possibilita, por exemplo, captar 
dados em tempo real dos sensores dos veículos e emitir alertas 
preventivos para os motoristas. 
Um passo importante para a evolução da eletrônica automobilís- 
tica foi o surgimento da injeção eletrônica em 1957 pela Bendix 
Corporation [13]. Os avanços ocorridos nas últimas décadas per- 
mitem que os usuários acompanhem através dos painés veiculares 
o funcionamento dos sistemas dos seus veículos, e obtenham um 
melhor controle da quantidade de combustível enviada ao motor. 
A evolução da eletrônica automobilística vem auxiliando os 
usuários a acompanharem o funcionamento dos sistemas dos seus 
veículos, além de controlar melhor a quantidade de combustível 
enviada ao motor. 
Após a década de 70 os limites para emissões de gases veiculares 
tornaram-se mais rigorosos e a Sociedade de Engenheiros Automo- 
tivos (SAE) definiu um conector padrão para o painel elétrico, além 
de um conjunto de sinais de testes para diagnósticos conhecido 
como On-Board Diagnostics (OBD) [1]. 
A partir de 1996 foi criado o conector OBD2 com o propósito de 
informar dados do motor, chassi, carroceria e outros acessórios do 
veículo, seguindo normas da SAE [6]. 
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Os autores [16] e [6] apresentam os vários protocolos e serviços 
de diagnósticos do OBD2, bem como uma lista de aparelhos vendi- 
dos no mercado. O conector OBD2 segue algumas especificações 
como: estar posicionado a 300 mm da unidade central de proces- 
samento Electronic Control Unit (ECU) e ser de fácil acesso pelo 
motorista. A pinagem do conector é mostrada na Figura 1 e alguns 




Figure 1: Conector OBD2 e Pinagem. 
 
Através do conector OBD2 é possível realizar diferentes diagnós- 
ticos do veículo, por exemplo, na Figura 1 destacam-se, o código 
PID 01 que é usado para adquirir o valor da última leitura de um 
sensor e o PID 03, usado para identificar algum problema presente 
no veículo. 
Neste trabalho apresenta-se um sistema de IoT que provê uma 
interface de comunicação sem fio com um conector OBD2 e autom- 
atiza o processo de leitura de dados dos sensores disponíveis nos 
veículos. 
O sistema proposto também usa os diagnósticos de erros do 
protocolo OBD2 para síntese de voz e avisa preventivamente o 
motorista sobre problemas do veículo, além de informar o motorista 
a possível causa do problema. O objetivo é facilitar a manutenção 
preventiva do veículo e auxiliar na redução do número de acidentes 
e emissão de gases poluentes. 
Este trabalho está organizado como segue. Na Seção 2 são ap- 
resentados os trabalhos relacionados. Na Seção 3, apresenta-se a 
abordagem proposta para sensoriamento automobilístico. Na Seção 
4, discute-se os resultados encontrados com o sistema desenvolvido. 
Na Seção 5 são apresentadas as conclusões e os trabalhos futuros. 
 
2 TRABALHOS RELACIONADOS 
HUSNI et al. (2016) [7] desenvolveu um sistema de carro inteligente 
denominado Smart Car que monitora e relata a condição do au- 
tomóvel para prever manutenções de rotina e fornecer informações 
para melhorias na forma de dirigir. Os parâmetros monitorados 
do Smart Car foram carregados em um servidor na nuvem uti- 
lizando aplicativos IBM BlueMix a fim de obter informações para 
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manutenção preditiva e monitoramento. O trabalho de HUSNI tam- 
bém destacou a presença de um analista de Big Data para acompan- 
har os dados na nuvem e informar qualquer problema ao motorista, 
proprietário ou aos técnicos de oficina mecânica. 
RODRÍGUEZ et al. (2018) [14] implementou um escâner OB- 
DII em um barramento CAN usando a plataforma Arduíno, mon- 
itorando os dados em um PC através do software LabVIEW. O 
sistema desenvolvido foi dividido em duas partes: a etapa de coleta 
de dados (escâner) e a interface gráfica para visualização e moni- 
toramento de diversos parâmetros. Um diferencial do trabalho de 
Rodríguez [14] foi aplicar um módulo CAN Bus para Arduíno com 
o objetivo de simular a ECU de um veículo e seus parâmetros sem 
precisar de um veículo real. 
GONZÁLEZ et al. (2019) [4] desenvolveu um projeto semelhante 
ao de Rodríguez [14], porém usou uma conexão Bluetooth num 
automóvel elétrico. Neste projeto foi desenvolvido um programa 
chamado Emolab 2.0.1 para visualização dos dados provenientes 
da ECU. Este programa permite a leitura de 74 variáveis com suas 
unidades de medida, além disso os estados das tensões das células 
podem ser observados graficamente. O Emolab 2.0.1 grava as coor- 
denadas geográficas do automóvel e vários parâmetros para uma 
coordenada específica, desta forma é possível carregar os dados no 
Google Maps de maneira offline e visualizar a trajetória realizada. 
Clicando em uma coordenada que o veículo percorreu é possível 
abrir uma lista contendo vários parâmetros do automóvel naquele 
ponto [4]. 
SHAFI et al. (2018) [15] focaram seus estudos em aprendiza- 
gem de máquina e usaram dados dos sensores de um automóvel 
Corolla fabricado pela Toyota. O trabalho teve como foco a seleção 
de sensores que podiam causar um colapso no sistema em caso 
de falhas ou anormalidades. Os dados dos sensores foram usados 
para previsão de falhas usando técnicas de Inteligência Artificial e 
transmitidos na forma de códigos de erro DTC para um smartfone 
através de um escâner OBD2 com conexão Bluetooth com o veículo 
em movimento [15]. 
O sistema proposto neste artigo se destaca na questão da emissão 
de mensagens por voz sintetizada que explica ao motorista a pos- 
sível origem da falha. Alguns aplicativos vendidos na Google Store 
por exemplo (play.google.com/store) apenas mostram o código do 
erro e emitem um alerta sonoro ou uma frase de aviso ao motorista 
indicando que determinado valor atingiu seu estado crítico, porém 
não informam a origem do problema, como uma mangueira rompida 
ou um filtro danificado. 
Nos trabalhos relacionados, verificou-se que os dados dos sen- 
sores são armazenados na nuvem computacional para posterior 
consulta, entretando o motorista não toma conhecimento do prob- 




3 SISTEMA AUTOMOBILÍSTICO COM 
CONTROLE POR VOZ 
Neste seção, apresenta-se a descrição do sistema automobilístico e 
as estratégias adotadas para integrá-lo ao conector OBD2. Também, 
discute-se o mecanismo para o diagnóstico de erros e síntese por 
voz. 
 
No sistema proposto, a leitura dos dados dos sensores via o 
conector OBD2 é realizada através do escâner automotivo OBD2 
ELM 327 [11]. Neste escâner os dados são recebidos da ECU e 
transmitidos para um dispositivo conectado a ele [3]. Os códigos 
OBD2 são conhecidos como Parameter Indetification (PID) e são 
usados para a requisição dos dados adquiridos pelo escâner. 
Os códigos PID são padronizados e é através deles que o escâner 
OBD2 responde às requisições. Existem dois códigos de requisição 
muito usados, o PID 01 que faz a requisição dos dados atuais dos 
sensores e o PID 03 que solicita os dados de erros detectados, chama- 
dos normalmente de Diagnostic Trouble Codes (DTC) ou código de 
avaria [3]. Os DTCs são códigos de sistemas eletrônicos que obe- 
decem o padrão OBD2 registrados por uma ECU acerca de alguma 
falha que foi detectada ou que está ocorrendo no sistema. 
No sistema, uma requisição usando o PID 01 deve conter um 
segundo par de números responsáveis por fazer a denominação do 
dado que se deseja receber. Na Tabela 1 são listados os principais 
pares PID e suas requisições específicas. 
 
Table 1: Pares PID. 
 
PID (hexadecimal) Descrição 
0100 Lista os PID suportados pelo 
veículo entre 01 e 20 
0103 Status do sistema de combustível 
0104 Potência do motor 
0105 Temperatura do líquido refriger- 
ante (água) 
010C Rotação do motor 
010F Temperatura do ar de admissão 
no motor 
010D Velocidade do veículo 
0107 Correção de combustível de longo 
prazo 
0114 Sensor de oxigênio da entrada de 
combustível 




Para saber quais sensores estão presentes no veículo, o sistema 
envia o código 0100 para o escâner automotivo através do aplicativo 
para celular desenvolvido (ver Figura 4). Os dados são transmitidos 
via Bluetooth. Após o envio do código 0100 é retornado para o 
sistema as informações dos sensores presentes no automóvel. A 
lista de códigos pode ser obtida em [12]. 
Supondo que uma requisição usando o PID 03 seja enviada pelo 
sistema, uma mensagem de resposta contendo o valor 43 seguido 
por 6 pares, por exemplo: "43 01 33 00 00 00 00" é recebida. Para 
determinar a origem do DTC, o sistema unifica cada par "0133 0000 
0000" e lê o valor do primeiro dígito, que neste exemplo é 0. Neste 
caso, isto significa que o problema está relacionado com o sistema 
Powertrain (motor e transmissão), ou seja, P0133 é o código que deve 
ser pesquisado na lista de erros DTC do fabricante [3]. A Figura 2 
mostra o primeiro dígito e seu correspondente significado. 
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Figure 2: Dígito verificador e sua origem DTC [3]. 
 
 
Para o envio e recebimento da requisição pelo escâner OBD2 
é necessário limpar os valores previamente armazenados no es- 
câner. O acionamento da limpeza dos dados ocorre automatica- 
mente através do aplicativo de celular. 
Conforme descrito na Figura 3, a conexão entre o celular e o 
escâner OBD2 é realizada via uma rede sem fio (Bluetooth) com 
um telefone celular. A escolha pelo Bluetooth, deve-se ao fato do 
escâner disponibilizar esta tecnologia de comunicação. Os dados do 
celular são enviados de forma online para um servidor Mosquito 
(MQTT) [10] através de uma conexão também sem fio Global System 
for Mobile Communication (GSM). 
O sistema possibilita ao usuário obter os dados dos sensores 
instalados no veículo via um escâner automotivo OBD2 ELM 327 
[11]. 
Os dados podem ser visualizados em tempo real diretamente na 
tela do celular do motorista através de gráficos ou remotamente na 
tela de um computador através de uma interface gráfica que acessa 
o servidor MQTT. 
A Figura 4 é uma montagem feita com um print dos gráficos 
retirados da tela do celular durante a execução do aplicativo e a 
imagem do celular ao redor é apenas ilustrativa e idêntica ao modelo 
utilizado no experimento. 
Para a leitura remota dos dados no servidor Mosquito e apresen- 
tação na tela do computador foram utilizadas as linguagens HTML5, 
CSS e Javascript em conjunto com a API Google Charts (gratuita) 
para o desenvolvimento dos gráficos. 
O código abaixo é um trecho da programação para desktop feito 
em Javascript para obter os tópicos publicados em tempo real pelo 
aplicativo do celular. 
Figure 3: Esquema de Funcionamento do Sistema. 
 
Figure 4: Interface do Aplicativo para Celular durante sua 
execução (print da tela). 
 
f u n c t i o n on Connect ( )  { 
/ / Conexao  ao   Broker 
mqtt . s u b s c r i b e ( " g o l m a i c o l / t e m p e ra tu ra _ a r " ) ; 
mqtt . s u b s c r i b e ( " g o l m a i c o l / te mpe ra tura_  ag ua " ) ; 
mqtt . s u b s c r i b e ( " g o l m a i c o l / rpm " ) ; 
mqtt . s u b s c r i b e ( " g o l m a i c o l / p o t e n c i a " ) ; 
mqtt . s u b s c r i b e ( " g o l m a i c o l / a c e l e r a d o r " ) ; 
mqtt . s u b s c r i b e ( " g o l m a i c o l / v e l o c i d a d e " ) ; 
mqtt . s u b s c r i b e ( " g o l m a i c o l / e s t a d o " ) ; 
mqtt . s u b s c r i b e ( " g o l m a i c o l / lambda 1 " ) ; 
mqtt . s u b s c r i b e ( " g o l m a i c o l / b a t e r i a " ) ; 
} 
Um trecho do código para desktop também é mostrado abaixo 
para criar os gráficos usando o Goolge Charts. 
f u n c t i o n draw P ote nc ia  ( )  { 
d a t a P o t e n c i a =   g o o g l e . v i s u a l i z a t i o n . 
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array T o D a ta T ab l e ( [ 
[ ' Label  ' , ' Value ' ] , 
[ ' Pot . [ % ] ' , 0 ] 
       semaforo = 1 ; 
MyConexionBT . w r i t e 
( " 0 1 0 C \ r " ) ; 
] ) ;       }  
o p t i o n s P o t e n c i a = {      }   
min : 0 , max : 1 0 0 ,     }    
m a j o r T i c k s : [ " 0 " ,  " 2 0 " , " 4 0 " , " 6 0 " ,  } ) ;     
" 8 0 " , " 1 0 0 " ] ,   }      
minor Ticks  : 2 , 
green From : 0 , green To :  5 0 , 
g re e n C o l o r : " # 0 0 c 0 f f " , 
yellow From : 5 0 , yellow To : 8 0 , 
red From : 8 0 , red To : 100 
} ; 
c h a r t P o t e n c i a = new   g o o g l e . v i s u a l i z a t i o n . 
Gauge ( document . g e t El ement  By Id ( ' p o te nc i a ' ) ) ; 
c h a r t P o t e n c i a . draw ( d a t a P o t e n c i a , 
o p t i o n s P o t e n c i a ) ; 
} 
O aplicativo faz as requisições usando o PID 01 do serviço de 
} ,  3 1 7 ,  3 1 7 ) ; 
O código abaixo é usado para receber a informação do ELM 327 
através de uma expressão regular que verifica se os dados estão 
completos. A função "Publicar" é chamada para enviar o tópico e a 
informação da rotação para o servidor MQTT. 
. . . 
e l s e i f ( PID . t r i m ( ) . matches ( 
" 0 1 0 C \ \ s 41 \ \ s0C \ \ s [ 0 − 9A−F ] { 2 } \ \ s [ 0 − 9A−F ] { 2 } " 
) ) { 
RPM = t r a t a P I D . Rotacao  ( PID . t r i m ( ) ) ; 
P u b l i c a r ( " g o l m a i c o l / rpm " , S t r i n g . 
value Of ( RPM ) ) ; 
diagnóstico. O modo PID 01 apresenta diversas opções conforme 
exemplificado na Tabela 2. 
Verificou-se que o módulo OBD2 leva alguns milissegundos para 
responder a uma requisição. As informações sobre esta limitação 
estão disponíveis no sítio do fabricante [3]. Para solucionar este 
problema, usou-se no sistema threads para a leitura em intervalos 





. . . 
i f ( RPM= = 0 ) { 
P u b l i c a r ( " g o l m a i c o l / e s t a d o " , " 0 " ) ; 
} e l s e { 
P u b l i c a r ( " g o l m a i c o l / e s t a d o " , " 1 " ) ; 
} 
Assim que o carro é ligado e a conexão com o módulo OBD2 ELM 
327 é estabelecida com o celular, o sistema é acionado. Dessa forma 
o módulo é reiniciado e o envio de dados pode ser realizado. O 
código desejado é enviado pela Integrated Development Environmen 
(IDE) do aplicativo de celular. 
Após a conexão estabelecida e o módulo configurado, enviam- 
se os códigos para a leitura dos sensores. Os dados dos sensores 
são enviados em intervalos definidos na aplicação, por exemplo, 
dados do sensor de temperatura da água, são enviados a cada 2157 
milissegundos porque a temperatura não sofre muita variação. Já 
para o sensor de oxigênio no combustível os dados são enviados a 
cada 179 milissegundos. 
O aplicativo desenvolvido no sistema operacional Android envia 
a requisição dos dados desejados (rotação do motor, temperatura 
do ar, sonda lambda, entre outros) e recebe do conector OBD2 o 
valor correspondente. O código abaixo é um trecho da requisição 
para o conector ELM 327 retornar a rotação do motor (PID = 010C). 
Timer  te m p o r i z a d o r 1 = new Timer ( ) ; 
te m p o r i z a d o r 1 . s c h e d u l e A t F i x e d R a t e ( new 
Timer Task ( ) { 
p u b l i c v o i d run ( ) { 
runOnUi Thread ( new Runnable ( ) { 
@ Override 
p u b l i c v o i d run ( ) { 
i f ( c o ne c tad o == 1 ) { 
i f ( semaforo  == 0 ) { 
Para enviar a informação ao servidor MQTT desenvolveu-se o 
código abaixo na plataforma Android Studio. 
p u b l i c v o i d P u b l i c a r ( S t r i n g to p i c o , S t r i n g 
payload  ) { 
i f ( ! c l i e n t . i s C o nne c te d ( ) ) { 
ConectarMQTT ( ) ; 
} e l s e { 
b yte [ ]   encoded  Payload  = new   b yte [ 0 ] ; 
t r y { 
encoded  Payload   =   payload  . g e t B y t e s 
( " UTF − 8 " ) ; 
MqttMessage  message  = new 
MqttMessage ( encoded  Payload  ) ; 
message . s e t R e t a i n e d ( t r u e ) ; 
c l i e n t . p u b l i s h ( to p i c o , message ) ; 
} c a t c h ( Unsuppor ted  Encoding  Except ion   | 
M qtt E x c epti  on e ) { 
e . p r i n t S t a c k T r a c e ( ) ; 
} } } 
Para a sintetização da voz durante o recebimento dos códigos 
de erro DTC foi utilizado a biblioteca textToSpeech.speak do JAVA, 
nativa do Android Studio. A frase a ser sintetizada é armazenada 
e atribuída através dos erros DTC fornecidos pelo fabricante do 
automóvel (são mais de 1000 códigos DTC). Cada modelo de au- 
tomóvel possui um número de erros DTC variável. 
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Table 2: Serviços para a Leitura dos Sensores: Automóvel Gol G4. 
 
Código enviado Sensor lido Exemplo de resposta 
0105 Temperatura da água 0105 4105 2F 
010C Rotação do motor 010C 410C 1A 3D 
010F Temperatura do ar de admissão 010F 410F 6B 
0111 Posição do acelerador / Borboleta 0111 4111 9E 
0104 Potência do motor 0104 41 3C 
0103 
ATRV 
Controle de dosagem de combustível 
Tensão da bateria 
0103 4103 1F 5B 
ATRV 12.4V 
03 Danos ocorridos 03 43 04 41 00 00 00 00 
 
O código abaixo é um trecho do método usado para enviar a 
mensagem de erro ao aplicativo. 
p u b l i c S t r i n g V e r i f i c a r E r r o ( S t r i n g PID ) { 
A = PID . s u b s t r i n g ( 6 , 8 ) ; 
B = PID . s u b s t r i n g ( 9 , 1 1 ) ; 
t e x t o f a l a r = A + B ; 
s w i tc h ( t e x t o f a l a r ) { 
c a s e " 0 0 0 0 " : 
t e x t o f a l a r = " Nenhuma f a l h a d e t e c t a d a . " ; 
break ; 
c a s e " 0 0 0 1 " : 
t e x t o f a l a r = " D e te c tad o c i r c u i t o   a b e r t o 
no c o n t r o l e do r e g u l a d o r de volume de 
c o m b u s t i v e l . V e r i f i q u e os cabos e o 
s o l e n o i d e de c o n t r o l e do r e g u l a d o r . " ; 
break ; 
c a s e " 0 0 0 2 " : 
t e x t o f a l a r = " D e te c tad o e r r o   no   c o n t r o l e 
do r e g u l a d o r de volume de c o m b u s t i v e l . 
V e r i f i q u e os   cabos  e o   s o l e n o i d e   de 
c o n t r o l e do r e g u l a d o r . " ; 
break ; 
} 
r e t u r n t e x t o f a l a r ; 
. . . 
 
4 RESULTADOS 
A conexão OBD2 com o celular foi realizada através de um mó- 
dulo Bluetooth. O conector OBD2 tem um valor médio de R$ 70,00 
(setenta reais). 
Para o desenvolvimento do aplicativo, utilizou-se o ambiente 
de implementação Android Studio em um celular Samsung mod- 
elo Gran Prime Duos com sistema operacional versão Lollipop. O 
automóvel utilizado para o experimento é um Gol G4 ano 2006. 
Os dados do celular foram enviados para uma interface WEB 
através de uma conexão GSM, usando-se o protocolo Message Queu- 
ing Telemetry Transport (MQTT) [10] com Qos de nível 1 (a men- 
sagem é sempre entregue pelo menos uma vez). A interface WEB 
desenvolvida é apresentada na Figura 5. 
O aplicativo Android sintetiza o texto em voz para alertar o 
motorista caso algum problema ocorra. Para a geração de gráficos 
de visualização no celular, utilizou-se a biblioteca MPAndroidChart 
para Android Studio [8]. Para gerar os gráficos no navegador foi 
utilizado a API Google Charts [2]. 
Para a leitura dos códigos DTC, criou-se uma thread que requisita 
o PID em intervalos de milissegundos. Além disso, criou-se uma 
variável global que serviu como um semáforo de acesso ao escâner 
ELM 327 pelas threads. 
A Figura 4 mostra a tela do aplicativo em execução contendo 
os gráficos de velocidade (A), temperatura do ar de admissão (B), 
rotação do motor e posição do acelerador (C), temperatura da água 
(D), potência do motor (F), bateria (G) e o gráfico do sensor de 
oxigênio (H). 
O estado do controle da dosagem de combustível (E) e o alerta de 
mensagem de voz para código de erro DTC (H) são mostrados como 
imagens. Sempre que o usuário desejar ouvir sobre algum problema 
no veículo, basta tocar na imagem. A imagem de erro DTC (H) 
aparece quando algum problema for detectado pelo módulo ELM 
327 através do envio do código PID “03”. 
Nos testes com o veículo foi obtido o código "03 43 04 41 00 00 
00 00". No manual do fabricante do automóvel este erro, refere-se 
ao filtro de combustível chamado cânister. O carro foi posterior- 
mente analisado por um mecânico, que verificou que este problema 
realmente existia. Ressalta-se, que não há luz de aviso no painel 
do motorista para este problema e o sistema desenvolvido possibil- 
itou que o motorista tomasse conhecimento prévio e realizasse a 
manutenção. 
O módulo OBD2 ELM 327 desenvolvido para o sistema está apto 
para detectar os mais de 1000 códigos de erros possíveis do manual 
do fabricante, sendo aplicado em qualquer automóvel utilizado. 
Todos os gráficos apresentados na Figura 5 foram customiza- 
dos através do Google Charts. O gráfico de velocidade (J) não foi 
incluído no aplicativo para celular porque o motorista já possui 
seu próprio velocímetro, por isso este gráfico só aparece no naveg- 
ador. A imagem do controle de combustível (E) e da mensagem de 
erro (H) não são apresentadas na interface WEB, porém podem ser 
customizados caso o usuário deseje. 
No momento do teste o automóvel já estava ligado por algum 
tempo e, como nota-se, a temperatura da água e do ar de admissão 
estavam altas. Na Figura 5, o gráfico com o título "Injeção", refere-se 
a posição do acelerador (ou a quantidade de combustível injetada). 
Nos testes, observou-se um atraso na entrega da resposta do PID 
pelo escâner devido ao mesmo estar ocupado por outra requisição. 
O manual do ELM 327 contém informações sobre a temporização 
das respostas às requisições, porém durante os testes verificou-se 
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que cada PID possui um tempo de resposta diferente, variando entre 
250 ms até aproximadamente 2000 ms. 
Existem escâneres do mesmo modelo que podem requisitar mais 
de um PID ao mesmo tempo, mas há a necessidade de fazer um 
estudo para verificar se existe vantagem em aguardar a resposta 
destas requisições e quanto tempo leva para o módulo responder 
em relação ao custo-benefício. 
 




A padronização de conectores através de entradas OBD2 em au- 
tomóveis facilita o uso de escâneres para a requisição de dados de 
sensores. Neste trabalho foi apresentado um sistema que captura e 
disponibiliza automaticamente os dados dos sensores de veículos 
para os usuários. Um módulo OBD2 foi desenvolvido para fazer 
a interface com o escâner e um celular, e enviar os dados para a 
Internet. 
Os dados podem ser visualizados através de um aplicativo e 
uma interface Web. Nos testes foi possível obter via aplicativo 
informações sobre um problema no sistema do cânister. O aviso 
foi feito através de voz sintetizada, o que torna o sistema utilizável 
enquanto o motorista dirige seu carro. 
O envio e recebimento em tempo real dos dados da situação do 
veículo enquanto o motorista dirige pode evitar acidentes e facilitar 
a manutenção preditiva. O sistema tem baixo custo e os usuários 
devem apenas adquirir um escâner que possibilite a leitura dos 
sensores do carro. 
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