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I. re´sz
Bevezete´s
Napjainkban nagyon elterjedt ko¨zlekede´si eszko¨z lett a bicikli. Budapesten is egy-
re elterjedtebb, ennek hata´sa´ra megjelent a BUBI szolga´ltata´s is. A mindennapi
le´gszennyeze´st is cso¨kkenteni lehet ezzel a ko¨zlekede´si eszko¨zzel. To¨bb teszt is kimu-
tatta, hogy egyes esetekben a kere´kpa´r aka´r gyorsabb is lehet, mint az auto´.
Az auto´sok sza´ma´ra nagyon sok naviga´cio´s alkalmaza´s ele´rheto˝, amik seg´ıtik a
mindennapjaikban az u´t megterveze´se´t aka´r a reggeli aka´r az esti forgalmas o´ra´kban.
Ezek az alkalmaza´sok a ku¨lo¨nbo¨zo˝ kiege´sz´ıto˝ funkcio´ikkal bara´tsa´gosabba´ e´s gyor-
sabba´ teszik annak haszna´lata´t. A Google a´ltal szolga´ltatott te´rke´p is ilyen alkal-
maza´s.
Annak ellene´re, hogy Budapesten folyamatosan egyre to¨bb bicikli utat e´p´ıtenek,
ebben az alkalmaza´sban me´g nem e´rheto˝ el az a funkcio´, hogy a megtervezett u´tvonal
a kere´kpa´r utakat re´szes´ıtse elo˝nyben.
Egyre to¨bb ipara´g kezd el foglalkozni ezzel a te´ma´val, to¨bbek ko¨zo¨tt jelentek meg
a kere´kpa´rra szerelheto˝ telefontarto´k, e´s alkalmaza´sok is. De ezek az alkalmaza´sok
legto¨bb esetben csak webes felu¨leten e´rheto˝k el, ami to¨bb szempontbo´l sem a le-
gelo˝nyo¨sebb.
Emiatt egy olyan nat´ıv Android-os alkalmaza´s le´trehoza´sa a ce´l, ami a
kere´kpa´rosokat fogja megce´lozni. Az alkalmaza´s ele´rheto˝ lesz sza´mukra a legto¨bb
va´rosban. Fo˝ funkcio´ja, hogy olyan u´tvonalat tervezzen mely ahol lehet kere´kpa´r
u´ton vezeti a felhaszna´lo´t e´s csak ve´gso˝ esetben viszi ki o˝ket az auto´k melle´ az utak-
ra. Azokban a va´rosokban is mu˝ko¨dni fog az u´tvonal terveze´s ahol nincs kere´kpa´r
u´t, csak azok hia´nya miatt a megszokott utakon fog tervezni az alkalmaza´s.
To¨bb ke´nyelmi funkcio´ is megtala´lhato´ lesz az alkalmaza´sban, hogy
bara´tsa´gosabb legyen annak a haszna´lata.
Az alkalmaza´s ele´rheto˝ lesz mindenki sza´ma´ra a Google Play a´ruha´zban e´s
reme´lem, hogy ezzel seg´ıtem e´s megko¨nny´ıtem a kere´kpa´ros ko¨zo¨sse´g ko¨zlekede´se´t.
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II. re´sz
Felhaszna´lo´i Dokumenta´cio´
1. Szu¨kse´ges ko¨rnyezet
1.1. Android alkalmaza´s
A telefonos alkalmaza´s futtata´sa´hoz egy okostelefon szu¨kse´ges, amelyen az Android
opera´cio´s rendszer legala´bb 5.0-a´s(LOLLIPOP), vagy magasabb verzio´ja fut.
Az alkalmaza´s sza´mos funkcio´ja´hoz szu¨kse´ges internet ele´re´s, eze´rt ezt biztos´ıtani
kell az eszko¨z sza´ma´ra.
1.2. Szerver alkalmaza´s
A szerver alkalmaza´s futtata´sa´hoz az opera´cio´s rendszerre telep´ıtve kell lennie a Java
legala´bb 8-as verzio´ja´nak.
Ahhoz, hogy az alkalmaza´s csatlakozni tudjon az adatba´zishoz, egy adatba´zis
szerver telep´ıte´se is elva´rt. Ehhez a PostgreSQL 9.4-es verzio´ja´t aja´nlom.
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3. Szerver alkalmaza´s
3.1. Konfigura´la´s
Az alkalmaza´s ind´ıta´sa elo˝tt szu¨kse´ges bekonfigura´lni az alkalmaza´sban az adatba´zis
ele´rheto˝se´ge´t, ene´lku¨l nem fog mu˝ko¨dni az alkalmaza´s. Ezt az src/main/resour-
ces/application.properties fa´jlban tehetju¨k.
A spring.datasource.url -ben kell megadni az adatba´zis ele´rheto˝se´ge´t.
A spring.datasource.username, spring.datasource.password pedig az adatba´zis
ele´re´se´hez szu¨kse´ges felhaszna´lo´nevet e´s jelszo´t.
A konfigura´cio´ uta´n a szervert szu¨kse´ges u´jra ford´ıtani.
Ha nem akarjuk konfigura´cio´ miatt u´jra ford´ıtani a szervert, akkor a Jar fa´jlt
kito¨mo¨r´ıtve (Windows-on Total Commander vagy WinRar seg´ıtse´ge´vel) a BOOT-
INF/classes mappa´ban megtala´ljuk ugyan ezt a property fa´jlt.
3.2. Futtata´s
A szerver alkalmaza´s elo˝tt ind´ıtanunk kell egy tetszo˝leges SQL szervert is. Ahogy
ma´r eml´ıtettem a PostgreSQL 9.4es verzio´ja´t aja´nlom.
Windows opera´cio´s rendszeren telep´ıte´s uta´n az adatba´zis szerver elfog indul-
ni. A telep´ıte´skor megadott felhaszna´lo´ ne´v e´s jelszo´ szu¨kse´ges lesz a szerver kon-
figura´cio´ja´hoz eze´rt ezeket jegyezzu¨k meg. Az adatba´zis szerveren alapme´retezett
bea´ll´ıta´s, hogy le´tezik egy postgres nevu˝ adatba´zis. Ha nem szeretne´nk ma´s
adatba´zist le´trehozni a ta´bla´knak ezt haszna´lhatjuk a konfigura´cio´ban.
A szerver alkalmaza´s ind´ıta´sa´hoz Java-ra van szu¨kse´g. Nyissunk egy u´j pa-
rancs ablakot le´pju¨nk be a projekten belu¨l a target mappa´ban ahol a bikeup-0.0.1-
SNAPSHOT.jar tala´lhato´. A ko¨vetkezo˝ parancsot kiadva az alkalmaza´s szerver el-
indul egy bea´gyazott Tomcat servlet [2] konte´nerben.
java -jar bikeup-0.0.1-SNAPSHOT.jar
13
III. re´sz
Fejleszto˝i Dokumenta´cio´
1. Specifika´cio´
A ce´l egy olyan naviga´cio´s alkalmaza´s le´trehoza´sa, ami az u´tvonal terveze´sekor a
bicikli utakat re´szes´ıti elo˝nyben, hogy a kere´kpa´rosok sza´ma´ra kedvezo˝ u´tvonalat
hata´rozzon meg. Ehhez el kell ke´sz´ıteni egy telefonos alkalmaza´st, ami most Android
opera´cio´s rendszeren fog futni, e´s a felhaszna´lo´i e´lme´ny jav´ıta´sa miatt egy szerver
alkalmaza´st is, melyek egyma´ssal kommunika´lnak.
1.1. Android
Az Android alkalmaza´son belu¨l to¨bb funkcio´t kell megvalo´s´ıtani. Ezek ko¨zu¨l a leg-
fontosabb egy olyan ne´zet megvalo´s´ıta´sa, mely megjelen´ıt egy te´rke´pet, ahol a fel-
haszna´lo´ jelenlegi poz´ıcio´ja´t megjelo¨lju¨k. Ezen k´ıvu¨l leheto˝se´get adunk sza´ma´ra,
hogy kijelo¨ljo¨n a te´rke´pen egy ce´lt, amihez u´tvonalat tervezu¨nk, figyelembe ve´ve
a kere´kpa´r u´tvonalakat. A te´rke´pes ne´zeten megjelen´ıtju¨k a felhaszna´lo´ sza´ma´ra a
kiva´lasztott c´ımet e´s az u´tvonal re´szletes adatait.
A felhaszna´lo´ a´tva´lthatja a ne´zetet egy ko¨veto˝ u¨zemmo´dra. Ebben az
u¨zemmo´dban mindig jelezzu¨k az aktua´lisan ko¨vetkezo˝ kanyart e´s, hogy az milyen
messze van, tova´bba´ a kiva´lasztott ce´l ta´volsa´ga´t, e´s az e´rkeze´s ido˝ pontja´t is.
Az alkalmaza´son belu¨l a felhaszna´lo´nak leheto˝se´ge lesz egy saja´t profilt
le´trehozni, mellyel a regisztra´cio´ uta´n bejelentkezhet e´s tova´bbi funkcio´kat e´rhet
el. A felhaszna´lo´k hozza´adhatnak, ke´t fix helyet a saja´t profiljukhoz, az otthonukat,
e´s a munkahelyu¨ket. Amennyiben megadja´k ezeket a c´ımeket, ko¨nnyen tervezhetnek
u´j u´tvonalat ezekhez a c´ımekhez.
Ha a felhaszna´lo´ bejelentkezett, felvehet maga´nak tetszo˝leges sza´mu´ kedvenc he-
lyet, amelyeknek saja´t nevet is adhat. Ezeket a kedvenc helyeket illetve, otthoni e´s
munkahelyi c´ımeket tetszo˝legesen to¨ro¨lheti e´s veheti fel u´jra. Az alkalmaza´s auto-
matikusan menti a felhaszna´lo´ a´ltal megtett utakat, melyeket a felhaszna´lo´ ke´so˝bb
visszato¨lthet e´s megne´zheti a megtett u´t adatait.
1.2. Szerver Alkalmaza´s
Az Androidos alkalmaza´sban elmentett adatokat egy szerveren keresztu¨l egy
adatba´zisba fogunk menteni, eze´rt le´tre kell hoznunk egy szerver alkalmaza´st is,
ami REST ve´gpontokon keresztu¨l kommunika´l az Android alkalmaza´ssal.
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2.1. Android alkalmaza´s
2.1.1. Architektu´ra
Az Android alkalmaza´sokban megszokott az MVC architektu´ra ı´gy mi is ezt fogjuk
ko¨vetni. Elku¨lo¨n´ıtju¨k a Modell e´s a View re´teget egyma´sto´l, a modell re´teg lesz
felelo˝s minden adat ta´rola´sa´e´rt, e´s ha egy adat megva´ltozik, akkor egy eseme´nyt
(event-et, Androidban intent-et) ku¨ld a ne´zet re´teg fele´, ami ennek az eseme´nynek
hata´sa´ra megva´ltoztatja a ki´ırt adatokat. Felhaszna´lo´i input hata´sa´ra a ne´zet re´teg
a modell re´tegben va´ltoztatja meg az adatokat, ku¨lo¨n nem ta´rolo´dnak el az adatok a
ne´zet re´tegen belu¨l. A ke´t re´teg ko¨zo¨tt egy kontrollert helyezu¨nk el, ami gyakorlatilag
egy interface lesz a ke´t re´teg kommunika´cio´ja´hoz.
2.1.2. Modell re´teg
Az Android alkalmaza´son belu¨l a modell re´teg lesz az a re´teg, ahol az alkalmaza´s
logikai re´sze´t valo´s´ıtjuk meg. Ebben a re´tegben fogjuk megvalo´s´ıtani az adatok ke-
zele´se´t, ta´rola´sa´t e´s a kommunika´cio´t a szerver alkalmaza´ssal.
A modell re´tegen belu¨l a logikailag elku¨lo¨n´ıtheto˝ feladatokat ku¨lo¨n csomagokba
szervezzu¨k. Ahhoz, hogy ezeket a csomagokat ne kelljen ismernie a ne´zet re´tegnek,
le´trehozunk egy a´tfogo´ oszta´lyt. A ne´zet re´teg ennek az oszta´lynak a meto´dusait
fogja h´ıvni e´s ez az oszta´ly fogja megh´ıvni a ku¨lo¨nbo¨zo˝ csomagokbo´l a megfelelo˝
fu¨ggve´nyeket.
Kommunika´cio´ a szerverrel
Az Android alkalmaza´snak meg kell valo´s´ıtania egy kommunika´cio´t a szerver al-
kalmaza´sunkkal. Ehhez a kommunika´cio´hoz le´tre fogunk hozni egy olyan oszta´lyt,
ahol elo˝re definia´ljuk, hogy a szerveren milyen REST ve´gpontokhoz ind´ıthatunk
ke´re´seket. Ezekben a defin´ıcio´kban szerepelnie kell, a webservice pontos ele´re´si
c´ıme´nek. Szerepelnie kell tova´bba´, hogy az adott webservice milyen HTTP
meto´dussal h´ıvhato´ (legto¨bbszo¨r GET, POST, PUT vagy DELETE ). Illetve ha
a felhaszna´lo´ ma´r autentika´lta maga´t az alkalmaza´sban, akkor be kell a´ll´ıtanunk a
HTTP header-ben az autentika´cio´s adatokat.
Ahhoz, hogy a szerveren a webservice-eket megfelelo˝en h´ıvhassuk meg, egyes
ve´gpontokna´l szu¨kse´ges a ke´re´sben adatokat elku¨ldenu¨nk. Ezek a ke´re´sek fo˝leg a
POST meto´dusu´ ke´re´sek, amikor a szervernek el kell mentenie az Android kliens
a´ltal ku¨ldo¨tt adatokat. Ezeket a ke´re´seket JSON forma´tumban fogjuk elku¨ldeni a
szervernek. Ahhoz, hogy a megfelelo˝ ke´re´sek elo˝a´lljanak minden ke´re´shez le´tre fogunk
hozni egy Java oszta´lyt, ami egy DTO lesz.
Miuta´n fele´p´ıtettu¨k a megfelelo˝ ke´re´st e´s azt elku¨ldtu¨k a szervernek, va´rni fogunk
a szerverto˝l egy va´laszra, ami szinte´n egy JSON forma´tumu´ szo¨veges objektum lesz.
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Ezeknek a va´laszoknak a ko¨nnyu˝ kezele´se´hez, ugyanu´gy mint a ke´re´sekne´l DTO-kat
fogunk le´trehozni. A szerver va´lasza´nak nem csak a to¨rzse lesz fontos a sza´munkra,
hanem a sta´tusz ko´d is, amivel visszate´r, mert ezek fogja´k megmutatni, hogy sikeres
vagy sikertelen volt a szerveren elve´gzett mu˝velet.
Ha ma´r minden ke´sz van ezek ko¨zu¨l, akkor egy olyan a´ltala´nos oszta´lyt kell
le´trehoznunk, ami maga´t a kommunika´cio´t hajtja ve´gre. Ennek az oszta´lynak a
feladata lesz tova´bba´ a kapott ke´re´s to¨rzse´t a´t alak´ıtani JSON forma´tumra, e´s a
szerver va´lasza´ban tala´lhato´ JSON szo¨veget a´t alak´ıtani az a´ltalunk kora´bban de-
finia´lt Java objektumma´. Fontos, hogy ez az oszta´ly maga a HTTP kommunika´cio´t
fogja megvalo´s´ıtani, teha´t nem sza´mı´thatunk arra, hogy ro¨gto¨n ve´gre hajto´dik, a
szerver is gondolkozhat a ke´re´sen, e´s ez az ido˝ alatt is szu¨kse´ges, hogy az alkal-
maza´s haszna´lhato´ legyen. Ezek az okok miatt ennek az oszta´lynak a kommunika´cio´s
mu˝velete´nek a ha´tte´rben kell futnia, eze´rt ce´lszeru˝ lesz egy aszinkron folyamatot
megvalo´s´ıtania. Ha egy ha´tte´rben futo´ folyamatot valo´s´ıt meg, akkor szu¨kse´ges lesz
egy callback fu¨ggve´ny, ami akkor fut le, ha a kommunika´cio´ megto¨rte´nt e´s a szerver
alkalmaza´s va´laszolt.
A callback fu¨ggve´nyt aze´rt, hogy a ne´zetet egyszeru˝en tudjuk friss´ıteni, kette´
va´lasztjuk, e´s atto´l fu¨ggo˝en, hogy a szerver alkalmaza´s mit adott va´laszban, egy
siker vagy egy sikertelen callback fu¨ggve´nyt fogunk megh´ıvni.
Felhaszna´lo´ kezele´s
Az alkalmaza´sban megku¨lo¨nbo¨ztetju¨k a bejelentkezett e´s a nem bejelentkezett fel-
haszna´lo´kat, ez a megku¨lo¨nbo¨ztete´s a modell feladata lesz.
Meg kell valo´s´ıtanunk a modellben a bejelentkeze´s folyamata´t, amit ha ve´grehajt
a felhaszna´lo´, elta´roljuk a neve´t e´s jelszava´t egy ku¨lo¨n objektumba, hogy, amikor
egy ke´re´st ind´ıtunk a szerver fele´, akkor tudjuk ku¨ldeni az autentika´cio´s adatokat a
szervernek. Bejelentkeze´skor le fogjuk ke´rdezni a szerverto˝l a felhaszna´lo´ profilja´t is.
A profilt szinte´n elta´roljuk a modellben, hogy ha szu¨kse´gu¨nk van valamilyen adata´ra
a felhaszna´lo´nak, ne kelljen u´jra elke´rnu¨nk a szerverto˝l. Hiba´s bejelentkeze´s esete´n
ta´je´koztatjuk a felu¨leten a felhaszna´lo´t.
Kijelentkeze´skor a modellbo˝l minden adatot kito¨rlu¨nk, ami a felhaszna´lo´ra vo-
natkozik, e´s a ku¨lo¨n objektumba elmentett felhaszna´lo´ne´v-jelszo´ pa´rost is kito¨ro¨lju¨k,
mert mostanto´l nem ku¨ldju¨k ezeket az adatokat a szervernek.
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A felhaszna´lo´ leheto˝se´geit kiemelju¨k egy ku¨lo¨n interfacebe, amit a ke´so˝bbiekben
implementa´lnia kell minden oszta´lynak, ami felhaszna´lo´i mu˝veleteket valo´s´ıt meg. A
felhaszna´lo´ oszta´lynak a ko¨vetkezo˝ mu˝veleteket kell megvalo´s´ıtania:
• Otthoni c´ım hozza´ada´sa e´s to¨rle´se
• Munkahelyi c´ım hozza´ada´sa e´s to¨rle´se
• Kedvenc hely hozza´ada´sa e´s to¨rle´se
A ke´tfajta felhaszna´lo´t (Anonim e´s Bejelentkezett) el kell ku¨lo¨n´ıtenu¨nk
egyma´sto´l, de a ke´t felhaszna´lo´ logikailag nagyon hasonlo´, eze´rt ce´lszeru˝ egy ko¨zo¨s
o˝soszta´lyt le´trehoznunk sza´mukra e´s mindketto˝t abbo´l sza´rmaztatni.
Az anonim felhaszna´lo´ megvalo´s´ıta´sakor implementa´lnunk kell minden meto´dust,
amit a fentebb definia´lt interface megko¨vetel. Az otthoni e´s munkahelyi c´ım esete´ben
az elva´rt mu˝ko¨de´st kell implementa´lni. A Kedvenc hely esete´ben viszont egy kive´telt
kell dobnunk, mert az anonim felhaszna´lo´ nem e´lhet az alkalmaza´snak ezzel a funk-
cio´ja´val.
A bejelentkezett felhaszna´lo´ esete´ben az otthoni c´ım e´s munkahelyi c´ım mu˝ko¨de´se
meg fog egyezni az anonim felhaszna´lo´ban definia´lt mu˝ko¨de´ssel azzal a kiege´sz´ıte´ssel,
hogy ezeket az adatokat ma´r a szerver fele´ is el kell ku¨ldenu¨nk. A kedvenc hely
hozza´ada´sa e´s to¨rle´se funkcio´t viszont a bejelentkezett felhaszna´lo´ esete´ben ma´r
implementa´lnunk kell, mert sza´ma´ra ele´rheto˝ ez a funkcio´. Ezek e´rtelme´ben a be-
jelentkezett felhaszna´lo´ tova´bb sza´rmazhat aka´r az Anonim felhaszna´lo´bo´l ı´gy el-
keru¨lju¨k, hogy to¨bbszo¨r kelljen implementa´lnunk a ko¨zo¨s meto´dusokat, e´s ele´g csak
felu¨l definia´lnunk azokat hivatkozva az o˝soszta´lyban definia´ltra.
Poziciona´la´s e´s U´tvonal kezele´s
Az alkalmaza´s fo˝ funkcio´ja a naviga´cio´s modul, amihez a ne´zet re´tegen meg je-
len´ıtu¨nk egy te´rke´pet, e´s az ott megjelen´ıtett adatokat elo˝ kell a´ll´ıtanunk a modell-
ben.
Ennek a csomagnak a legmeghata´rozo´bb feladata a poz´ıcio´ meghata´roza´sa lesz
e´s ezt a´tadni a felu¨let fele´. A poz´ıcio´t az Android keretrendszer a´ltal meghata´rozott
interface-n keresztu¨l fogjuk megkapni a eszko¨zto˝l.
Amikor visszakapjuk az interface-n keresztu¨l a pillanatnyi poz´ıcio´t, le kell fut-
tatni bizonyos algoritmusokat aze´rt, hogy a felu¨leten a legfrissebb adatokat tud-
juk kijelezni. A specifika´cio´ban meghata´rozottak alapja´n a ko¨vetkezo˝ket kell meg
vizsga´lnunk:
Az u´tvonal kirajzola´snak frissu¨lnie kell folyamatosan, ahogy haladunk a
kisza´molt u´tvonalon. Ennek e´rdeke´ben meg kell hata´roznunk, hogy az u´tvonal mely
pontjait hagytuk ma´r el. Amennyiben elhagytunk egy pontot, akkor azt to¨ro¨lnu¨nk
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kell e´s erro˝l egy eseme´nyt ku¨ldeni a ne´zet re´tegnek, hogy friss´ıtse az u´tvonal kiraj-
zola´sa´t.
A felu¨leten megjelen´ıtju¨k a ko¨vetkezo˝ kanyart e´s az ehhez tartozo´ informa´cio´kat,
pl.: milyen messze van ez a kanyar, melyik u´tra kell kanyarodni. Ezeket az adatokat is
a modell fogja a´tadni a felu¨letnek. Minden alkalommal, amikor u´j poz´ıcio´ e´rkezik az
eszko¨zto˝l kisza´moljuk a jelenlegi poz´ıcio´ e´s a ko¨vetkezo˝ kanyar ta´volsa´ga´t e´s friss´ıtju¨k
ezt az adatot. Amennyiben ez a ta´volsa´g egy parame´terben meghata´rozott sza´mna´l
kisebb, friss´ıtju¨k a kanyarok lista´ja´t e´s ugrunk a ko¨vetkezo˝ kanyarra. Minden esetben
eseme´nyt ku¨ldu¨nk a felu¨letnek, hogy frissu¨ltek az informa´cio´k.
Amennyiben a felhaszna´lo´ elte´r a meghata´rozott u´tvonalto´l, akkor az u´tvonalat
u´jra kell sza´molnunk e´s eseme´nyt ku¨ldeni a felu¨let fele´, hogy megva´ltozott az u´tvonal,
friss´ıtse annak a kirajzola´sa´t. Ahhoz, hogy megtudjuk mikor te´r el a felhaszna´lo´ az
u´tvonalto´l, kisza´moljuk az u´tvonal e´s a poz´ıcio´ ta´volsa´ga´t, e´s ha ez nagyobb mint
egy parame´terben meghata´rozott sza´m, akkor friss´ıtju¨k az u´tvonalat.
Amikor a felhaszna´lo´ ele´rt a ce´lhoz, akkor azt e´szlelnu¨nk kell, ezt szinte´n ta´volsa´g
sza´mı´ta´ssal fogjuk meghata´rozni. Amennyiben ez megto¨rte´nt, akkor le kell za´rnunk
az u´tvonal to¨rte´net mente´se´t, e´s szo´lni a ne´zet re´tegnek, hogy ve´get e´rt a naviga´la´s,
friss´ıtse a felu¨letet.
A felhaszna´lo´ u´tvonal to¨rte´nete´nek a meghata´roza´sa egy e´rdekes ke´rde´s, mert
nem mondhatjuk egy megtervezett u´tvonalra elo˝re, hogy az u´tvonal to¨rte´net, mert
a felhaszna´lo´ ido˝ko¨zben elte´rhet etto˝l. Ha az eszko¨zto˝l kapott minden egyes poz´ıcio´t
elmentu¨nk mint to¨rte´net hamar kifuthatunk a memo´ria´bo´l, vagy pedig hatalmas
adatokat kell ku¨ldenu¨nk a szerver fele´. Ahhoz, hogy ezeket elkeru¨lju¨k azokat a pon-
tokat fogjuk elmenteni a to¨rte´netben, ami szerepel az u´tvonalon e´s a felhaszna´lo´
elhaladt ma´r azon a ponton.
A naviga´la´s leza´ra´sakor a to¨rte´netben kisza´moljuk, hogy az elmentett pontok
alapja´n mekkora ta´volsa´got tett meg a felhaszna´lo´ e´s mennyi ido˝ alatt.
2.1.3. View re´teg
A view azaz ne´zet re´tegen belu¨l le´tre kell hoznunk az o¨sszes specifika´cio´ban meg-
hata´rozott funkcio´hoz tartozo´ felu¨letet. Ezeket u´gy fogjuk megtenni, hogy minden
felu¨lethez tartozni fog egy le´ıro´ XML alapu´ fa´jl, ami maga´t a felu¨letet hata´rozza
meg, a felu¨leten elhelyezkedo˝ elemek (gombok, szo¨vegek) helye´t, sz´ıne´t. A statikus
szo¨vegeket is az XML fa´jlban ı´rjuk le.
Az XML fa´jlokban meghata´rozott felu¨letekhez tartozni fog egy Java oszta´ly, ami
a felu¨let mu˝ko¨de´se´t fogja kontrolla´lni, a felu¨leten elhelyezkedo˝ gombok mu˝ko¨de´se´t
fogja ira´ny´ıtani e´s a dinamikus szo¨vegeket va´ltoztatni.
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Menu¨
Az alkalmaza´sban le´trehozunk egy menu¨ ne´zetet. Ebben a ne´zetben fog tudni a
felhaszna´lo´ va´ltani a ku¨lo¨nbo¨zo˝ felu¨letek ko¨zo¨tt.
A menu¨ ne´zetben megfogjuk jelen´ıteni a felhaszna´lo´ neve´t, e´s ezen a felu¨leten
lesz ele´rheto˝ a bejelentkeze´s vagy kijelentkeze´s gomb is.
Elhelyezu¨nk erre a felu¨letre egy kereso˝ mezo˝t, amibe a felhaszna´lo´ be´ırhat egy
tetszo˝leges c´ımet vagy egy helynek a neve´t, e´s ha ra´ tapint a helyre, akkor bea´ll´ıtjuk
azt a helyet ce´la´lloma´snak.
Te´rke´p felu¨let
Az egyik ne´zet oszta´lyunk a naviga´cio´s funkcio´t fogja megvalo´s´ıtani. Ennek a felu¨let-
nek meg kell jelen´ıtenie egy te´rke´pet. A te´rke´p alatt egy dobozt fogunk megjelen´ıteni,
amin tova´bbi informa´cio´kat tudunk kijelezni a felhaszna´lo´ sza´ma´ra.
A te´rke´pen ha egy pontot hosszan tapint a felhaszna´lo´, akkor u´tvonalat ter-
vezu¨nk ahhoz a ponthoz a felhaszna´lo´ poz´ıcio´ja´to´l, ezt az u´tvonalat elmentju¨k a
modell re´tegben, e´s kirajzoljuk a felu¨letre az u´tvonalat. Ezuta´n az informa´cio´s do-
bozt friss´ıtju¨k a kijelo¨lt ce´la´lloma´s adataival (utca, ha´zsza´m, keru¨let, va´ros), e´s le-
heto˝se´get adunk a dobozon belu¨l a felhaszna´lo´nak hogy felvegye a helyet a kedvencei
ko¨ze´ vagy elind´ıtsa a ko¨veto˝ u¨zemmo´dot.
Ha hozza´ akarja adni a kiva´lasztott helysz´ınt a kedvencekhez, szu¨kse´ges megje-
len´ıteni egy Dialog ablakot, amiben hozza´adhatja otthoni, munkahelyi vagy kedvenc
c´ımnek. Ha a kedvenc c´ımet va´lasztja, egy u´jabb Dialog ablakot jelen´ıtu¨nk meg, ahol
megadhatja, hogy milyen ne´ven legyen elmentve a c´ım.
A felhaszna´lo´ va´ltoztata´sa´t a´tadjuk a modell re´tegnek, ami elve´gzi rajta a
szu¨kse´ges mu˝veleteket, e´s hiba esete´n kijelezzu¨k azt a felhaszna´lo´ sza´ma´ra.
Ezekhez a Dialog ablakokhoz is tartozik egy fentebb eml´ıtett XML fa´jl e´s egy
Java oszta´ly, ami a felu¨leti mu˝ko¨de´st biztos´ıtja.
A ko¨veto˝ u¨zemmo´dot bekapcsolva mindig a felhaszna´lo´ lesz a te´rke´p
ko¨ze´ppontja´ban, e´s megjelen´ıtu¨nk egy felso˝ sa´vot is, amelybe ki´ırjuk dinamikusan
a ko¨vetkezo˝ kanyart e´s az ahhoz tartozo´ informa´cio´kat. Ezeket az informa´cio´kat a
modell re´teg egyik oszta´lya fogja neku¨nk biztos´ıtani. Ebbo˝l az u¨zemmo´dbo´l ki is
le´phetu¨nk a norma´l ne´zetes u¨zemmo´dra.
Ko¨veto˝ u¨zemmo´dban az also´ informa´cio´s dobozban megva´ltoztatjuk az eddig
kijelzett informa´cio´kat, e´s ki´ırjuk a ce´lba e´re´s ido˝pontja´t, ta´volsa´ga´t, e´s megjelen´ıtju¨k
a teljes u´tvonalra a kanyarok lista´ja´t.
Egy gombot helyezu¨nk el ezen a ne´zeten, ami visszanaviga´lja a felhaszna´lo´t a
te´rke´pen a jelenlegi poz´ıcio´ja´hoz.
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U´tvonal to¨rte´net felu¨let
Ebben a ne´zetben egy lista´t jelen´ıtu¨nk meg a felhaszna´lo´ kora´bban megtett
u´tvonalaival. Ezek az adatok a modellbo˝l e´rkeznek, amikor megnyitjuk ezt a ne´zetet.
Egy lista elemen megjelen´ıtju¨k, hogy az adott u´tvonalat a felhaszna´lo´ melyik nap
tette meg, honnan, hova naviga´lt, mennyi ido˝ alatt e´s mekkora ta´vot tett meg.
Ezek a lista elemek kattinthato´ak. Kattinta´sra beto¨ltu¨nk egy te´rke´pet, ahol
kirajzoljuk, hogy pontosan milyen u´tvonalon haladt a felhaszna´lo´ a kiva´lasztott
to¨rte´netben.
Amennyiben a felhaszna´lo´nak nincsen kora´bbi u´tvonal to¨rte´nete, vagy a mo-
dellto˝l ezek az adatok nem e´rkeznek meg, ta´je´koztatjuk erro˝l a felhaszna´lo´t.
Elmentett helyek felu¨let
Ebben a ne´zetben szinte´n egy lista´t jelen´ıtu¨nk meg, a felhaszna´lo´ a´ltal elmentett
helyekkel. Ide tartozik az otthoni e´s munkahelyi c´ım, illetve ha van, akkor a tova´bbi
kedvencke´nt elmentett c´ımek is.
Leheto˝se´get adunk a felhaszna´lo´nak, hogy ezeket a c´ımeket ezen a felu¨leten ke-
resztu¨l to¨ro¨lje. Ha to¨rle´s input e´rkezik a felhaszna´lo´ re´sze´ro˝l, akkor a modellben az
ehhez tartozo´ mu˝veleteket elve´gezzu¨k.
Ha a felhaszna´lo´ megtapint egy kedvenc c´ımet, akkor a´tva´ltunk a te´rke´pes
ne´zetre, e´s az adott c´ımhez naviga´ljuk a felhaszna´lo´t, mintha oda tapintott volna.
Bejelentkezo˝ felu¨let
Ezen a felu¨leten a felhaszna´lo´ beu¨theti a felhaszna´lo´ neve´t e´s jelszava´t, ezeket az
informa´cio´kat tova´bb´ıtjuk a modell fele´, ami elve´gzi a megfelelo˝ mu˝veleteket e´s sikert
vagy hiba´t ad vissza. Ha sikert adott vissza, akkor a felu¨leten friss´ıtju¨k a felhaszna´lo´i
informa´cio´t e´s a´tva´ltunk te´rke´pes ne´zetre, ha hiba´t kaptunk vissza, akkor egy hiba
u¨zenettel jelezzu¨k a felhaszna´lo´nak, hogy nem sikeru¨lt a bele´pe´s.
Regisztra´cio´s felu¨let
Ezen a felu¨leten a felhaszna´lo´ regisztra´lhat maga´nak u´j profilt a megfelelo˝ adatok
megada´sa´val (felhaszna´lo´ne´v, jelszo´, keresztne´v, vezete´kne´v).
Ezeket az adatokat gomb nyoma´sra tova´bb ku¨ldju¨k a modellnek, ami vagy siker-
rel vagy hiba´val va´laszol a felu¨letnek, e´s a bejelentkeze´shez hasonlo´ mo´don ja´runk
el itt is.
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2.2. Adatba´zis
Az adatok ta´rola´sa´hoz egy rela´cio´s adatba´zist e´p´ıtu¨nk fel, melynek a ko¨zponti ta´bla´ja
a user table ta´bla lesz, ami a felhaszna´lo´ adatait fogja ta´rolni.
Ahhoz, hogy megku¨lo¨nbo¨ztessu¨k a felhaszna´lo´kat egyma´sto´l, szu¨kse´ges egy user-
name adattag, ami a ta´bla´ban egyedi lesz. Ebben a ta´bla´ban fogjuk ta´rolni a fel-
haszna´lo´k jelszavait is, terme´szetesen titkos´ıtva. Ta´rolni fogjuk tova´bba´ a felhaszna´lo´
vezete´kneve´t, keresztneve´t e´s egy-egy hivatkoza´st az elmentett otthoni c´ıme´re e´s
munkahelyi c´ıme´re.
Ezeket a c´ımeket egy ku¨lo¨n ta´bla´ban fogjuk ta´rolni (place location) melynek ke´t
adattagja lesz. Az egyik fogja reprezenta´lni a sze´lesse´gi pontot (lat) e´s a ma´sik a
hosszu´sa´gi pontot (lng), ami a gyakorlatban egy poz´ıcio´t fog jelo¨lni a te´rke´pen. Az
itt elmentett poz´ıcio´k ID-ja´ra hivatkozunk a user table ta´bla´ban.
A specifika´cio´ban szerepel, hogy tova´bbi kedvenc helyek mentheto˝k el a fel-
haszna´lo´ sza´ma´ra, erre egy favourite places ta´bla´t hozunk le´tre. Ez a ta´bla ta´rolni
fogja az elmentett kedvenc hely neve´t, egy hivatkoza´st, hogy melyik felhaszna´lo´hoz
tartozik (user table ta´bla ID oszlopa´ra) e´s egy hivatkoza´st a kora´bban le´trehozott
place location ta´bla ID-ja´ra ahova elmentju¨k a kedvenc hely poz´ıcio´ja´t.
A felhaszna´lo´k u´tvonal to¨rte´nete´t e´s a hozza´ tartozo´ adatokat is mentenu¨nk kell
az adatba´zisban. Erre a trip history ta´bla´t fogjuk le´trehozni, ami ta´rolni fog egy
hivatkoza´st a felhaszna´lo´ra, egy indula´si e´s egy ce´lba e´re´si ido˝t. Elmentju¨k a ta´bla´ba
az u´tvonal hossza´t me´terben e´s az u´tvonal ido˝tartama´t percben.
Az u´tvonal to¨rte´nethez hozza´tartozik egy ma´sik ta´bla, ez lesz a geo point. Ami
az elo˝zo˝ place location ta´bla´hoz hasonlo´an poz´ıcio´kat fog ta´rolni. Aze´rt ku¨lo¨n´ıtju¨k
el ezt a ke´t ta´bla´t egyma´sto´l annak ellene´re, hogy a ke´t ta´bla szerkezete megegyezik,
mert az uto´bbi ta´bla´ba sokkal to¨bb sorra sza´mı´tunk. Ez aze´rt proble´ma, mert nagyon
meglass´ıthatja az adatok leke´rdeze´se´t a ta´bla´bo´l, ami nem lenne elo˝nyo¨s a kedvenc
helyek poz´ıcio´ja´nak leke´rdeze´sekor.
Amiatt, hogy a geo point ta´bla nagy mennyise´gu˝ poz´ıcio´k ta´rola´sa´ra lett
kitala´lva, ko¨zte e´s a trip history ta´bla ko¨zo¨tt Many To Many kapcsolatot fogunk
kialak´ıtani. I´gy egy konkre´t poz´ıcio´ nem keru¨l to¨bbszo¨r bele ebbe a ta´bla´ba. Eh-
hez a Many To Many kapcsolathoz a trip geo point table kapcsolo´ ta´bla´t fogjuk
haszna´lni.
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4. a´bra.
2.3.2. Perzisztencia re´teg
Az adatba´zis terveze´se sora´n megtervezett ta´bla´khoz szu¨kse´ges hozza´fe´rnu¨nk, eze´rt
a ta´bla´kat Java oszta´lyokke´nt is megfogjuk valo´s´ıtani. Ezt a technika´t ORM-nek
(Object-relational mapping) nevezik, amikor a´t konverta´ljuk az adatba´zis ta´bla´it
oszta´lyokka´, a mi esetu¨nkben Java oszta´lyokka´. Ezeket az oszta´lyokat entity-nek
vagy entita´snak fogjuk nevezni a tova´bbiakban. A ku¨lo¨nbo¨zo˝ entity-k kapcsolatban
a´llhatnak egyma´ssal, de ezekben az entita´sokban logika´t nem fogunk megvalo´s´ıtani.
Az egyes entity-khez tartozni fog egy repository interface is, ami a konkre´t
adatba´zis mu˝veleteket fogja ve´gezni, mint pe´lda´ul a leke´rdeze´s vagy ı´ra´s, ezek a
JpaRepository (Java Persistence API) lesza´rmazottai lesznek.
A JPA egy interface, ami le´ırja, hogy milyen mu˝veletekkel tudunk hozza´fe´rni a
perzisztencia re´teghez, mi esetu¨nkben az adatba´zis re´teghez. Az alkalmaza´sunkban
a Hibernate-t, a JPA egyik megvalo´s´ıta´sa´t fogjuk haszna´lni az adatok hozza´fe´re´shez.
Felhaszna´lo´k
Az elso˝ entita´sunk a user table ta´bla´hoz fog kapcsolo´dni. A kora´bban megtervezett
ta´bla´hoz le´tre hozzunk egy User Java oszta´lyt, aminek az adattagjai az adatba´zisban
le´trehozott adattagok lesznek. Ebben a ta´bla´ban kora´bban ke´t ku¨lso˝ hivatkoza´st is
megterveztu¨nk. A home place e´s work place adattag t´ıpusa egy ma´sik entita´s lesz
majd.
A User oszta´lyhoz tartozik a UserRepository oszta´ly, aminek a kora´bban eml´ıtett
JpaRepository lesz az o˝soszta´lya. Az o˝soszta´lyto´l meg fog o¨ro¨ko¨lni to¨bb sza´munkra
fontos meto´dust, mint pe´lda´ul az adatok ki´ıra´sa az adatba´zisba vagy az adatba´zis
ta´bla kiolvasa´sa. A ke´so˝bbiekben szu¨kse´gu¨nk lesz majd arra, hogy a ta´bla´bo´l
leke´rdezhessu¨nk egyetlen sort is felhaszna´lo´ ne´v alapja´n, eze´rt ezt a meto´dust itt
kell majd megvalo´s´ıtanunk.
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Kedvenc helyek
Ehhez a funkcio´khoz az adatba´zisban ke´t ta´bla is tartozik, a favourite places e´s a
place location ta´bla. Mindke´t ta´bla´hoz le´tre kell hoznunk a saja´t entita´sukat, melyek
hasonlo´an a kora´bbiakhoz az adatba´zisban szereplo˝ adattagokat fogja´k tartalmazni
u¨zleti logika ne´lku¨l.
A PlaceLocation entita´s lesz az egyik, amire kora´bban ma´r hivatkoztunk a User
entita´sbo´l. A ma´sik a FavouritePlace lesz, ami szinte´n tartalmazni fog ke´t hivat-
koza´st. Az egyik a kora´bbi User entity-re a ma´sik pedig a PlaceLocation entity-re.
Ezekhez az entita´sokhoz is tartozni fognak repository oszta´lyok. A Favou-
ritePlaceRepository oszta´lyban a JpaRepositorybo´l mego¨ro¨klo¨tt meto´dusokon tu´l
szu¨kse´gu¨nk lesz to¨bb fajta leke´rdeze´sre. Az egyik leke´rdeze´s a felhaszna´lo´ alapja´n
kell, hogy to¨rte´njen e´s egy lista´t va´runk a felhaszna´lo´ kedvenc helyeivel.
A ma´sik leke´rdeze´su¨nk sora´n input parame´ter lesz egy felhaszna´lo´ e´s egy kedvenc
hely neve, ekkor egy konkre´t FavouritePlace-t va´runk az adatba´zisbo´l.
A PlaceLocationRepository oszta´lyban csak a mego¨ro¨ko¨lt meto´dusok lesznek,
mert nem szu¨kse´ges kedvenc helyet leke´rdeznu¨nk poz´ıcio´ alapja´n.
U´tvonal to¨rte´net
Az u´tvonal to¨rte´net felhaszna´lo´i funkcio´hoz ha´rom ta´bla´t terveztu¨nk kora´bban. A
ha´rom ta´bla´bo´l a ke´t fo˝ ta´bla a trip history e´s a geo point ta´bla, amikhez saja´t entity
oszta´lyokat fogunk le´trehozni a megtervezett adattagokkal. A harmadik ta´bla egy
kapcsolo´ ta´bla, amihez ku¨lo¨n entity nem fog tartozni, mert ebben a ta´bla´ban csak
hivatkoza´s lesz a ma´sik ke´t ta´bla´ra. Ezt a ta´bla´t a JPA a´ltal nyu´jtott annota´cio´kon
keresztu¨l fogjuk ele´rni, ezt bo˝vebben a megvalo´s´ıta´s fejezetben fejtem ki.
A TripHistory e´s a GeoPoint entity-hez repository oszta´lyok is fognak tartozni.
A TripHistoryRepository oszta´lyban az o˝soszta´ly meto´dusain k´ıvu¨l egy felhaszna´lo´
szerinti leke´rdeze´sre lesz szu¨kse´gu¨nk, ami egy lista´t fog vissza adni.
A GeoPointRepository oszta´lyban szu¨kse´gu¨nk lesz egy leke´rdeze´sre, annak
e´rdeke´ben, hogy a kora´bban taglalt ManyToMany kapcsolatot megvalo´s´ıtsuk. Csak
akkor mentu¨nk el egy rekordot az adatba´zisba, ha az adott lat, lng pa´ros me´g nem
szerepel benne.
2.3.3. Service re´teg
A service re´teg fogja az alkalmaza´sban elve´gezni az u¨zleti logika´t. Ez a re´teg lesz
felelo˝s aze´rt, hogy a repositorykon keresztu¨l kiolvasott adatokat a´tadja a kontrolle-
reknek. Tova´bba´ ebben a re´tegben fogjuk elve´gezni a kontrollerbo˝l kapott adatokon
a hiteles´ıte´st.
A´ltala´nossa´gban, amikor a kontrollerbo˝l megh´ıvunk egy service valamely
fu¨ggve´nye´t, akkor a ke´rt parame´tert elo˝szo¨r levalida´ljuk majd a repository
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oszta´lyokon keresztu¨l elmentju¨k az adatba´zisba. Ha a kontroller re´tegnek valami-
lyen informa´cio´ra van szu¨kse´ge az adatba´zisbo´l, akkor a service re´teg lesz az, amelyik
elke´ri a repository-n keresztu¨l az adatokat az adatba´zisbo´l e´s a´tadja a kontrollernek.
Felhaszna´lo´ service
A felhaszna´lo´kkal kapcsolatban ke´t fo˝ feladatot kell megvalo´s´ıtania ennek a re´tegnek.
Az egyik egy leke´rdeze´s, egy felhaszna´lo´ne´v alapja´n. Ezt a leke´rdeze´st kora´bban
ma´r megterveztu¨k a felhaszna´lo´k repository oszta´lya´ban. Ezt a fu¨ggve´nyt kell
megh´ıvnunk a service oszta´lybo´l. U¨gyelnu¨nk kell arra, hogy a kontrollerto˝l ba´rmilyen
felhaszna´lo´nevet kaphatunk eze´rt, ha a repositorybo´l nem kapunk vissza felhaszna´lo´t
a ke´re´sre egy kive´telt kell dobnunk.
A ma´sik feladata a service oszta´lynak az u´j felhaszna´lo´ le´trehoza´sa e´s adatba´zisba
valo´ mente´se. Az adatba´zis mente´se´t a perzisztencia re´tegben ma´r megta´rgyaltuk. A
felhaszna´lo´ elmente´se elo˝tt le kell elleno˝riznu¨nk, hogy adott User az adott felhaszna´lo´
ne´vvel le´tezik-e ma´r, ha igen kive´telt kell dobnunk. Amennyiben a felhaszna´lo´nak
az adatai helyesen lettek kito¨ltve az a´ltala megadott jelszo´t titkos´ıtanunk kell.
Kedvenc helyek service
A kedvenc helyek service oszta´lya nem csak a FavouritePlace ta´bla´t fogja mo´dos´ıtani
hanem a User ta´bla´t is. Logikailag ebben a service oszta´lyban helyezkedik el a fel-
haszna´lo´k otthoni e´s munkahelyi c´ıme´nek kezele´se is, eze´rt ezeket itt valo´s´ıtjuk meg.
Az otthoni e´s munkahelyi c´ım elmente´se´nek semmilyen ku¨lo¨no¨sebb u¨zleti logika´t
nem kell megvalo´s´ıtania. Ezeknek a fu¨ggve´nyeknek a feladata az lesz, hogy a kapott
c´ımet bea´ll´ıtja´k az felhaszna´lo´nak aki ku¨ldte a ke´re´st, e´s elmentik az adatokat az
adatba´zisba. Ezeknek a c´ımeknek a to¨rle´sekor a felhaszna´lo´ entity-ro˝l levesszu¨k a
hivatkoza´st e´s elmentju¨k u´jra a felhaszna´lo´t, ı´gy to¨rlo˝dnek az adatok.
Amikor egy u´j kedvenc helyet mentu¨nk el a c´ım mellett egy nevet is ta´rs´ıtunk
a kedvenc helyhez. Mielo˝tt elmentju¨k a helyet az adatba´zisba meg kell vizsga´lnunk,
hogy ilyen ne´vvel szerepel-e ma´r kedvenc helye az adott felhaszna´lo´nak az
adatba´zisban, ha igen, akkor kive´telt fogunk dobni.
To¨rle´skor a kontroller re´tegto˝l egy kedvenc helynek a neve´t va´rjuk. A kapott ne´v
alapja´n e´s az aktua´lis felhaszna´lo´ alapja´n a repository-n keresztu¨l az adatba´zisbo´l
kiolvassuk, hogy le´tezik-e ilyen elmentett hely. Ha nem le´tezik, akkor kive´telt dobunk
egye´b esetben pedig a repository re´tegen keresztu¨l kito¨ro¨lju¨k ezt az adatot.
U´tvonal to¨rte´net service
Az u´tvonal to¨rte´net funkcio´ mu˝ko¨de´se´hez a service re´tegnek ke´t fo˝ feladata lesz. Az
egyik a kontrollerto˝l kapott felhaszna´lo´ u´tvonal to¨rte´nete´t leke´rdezni a repository
re´tegen keresztu¨l. A ma´sik feladata a leke´rdezett adatok visszaada´sa.
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Itt nem kell vizsga´lni semmilyen kive´teles esetet, mert ha a felhaszna´lo´nak nincs
u´tvonal to¨rte´nete vagy a felhaszna´lo´ nem le´tezik, akkor u¨res lista´t adunk vissza.
2.3.4. Controller re´teg
A controller re´teg fogja a bejo¨vo˝ HTTP ke´re´seket fogadni. Amennyiben a HTTP
ke´re´s u´tvonala nem illeszkedik egy controllerre se, a Spring keretrendszer 404-es
(oldal nem tala´lhato´) sta´tusz ko´ddal fog va´laszolni.
A controllerek meto´dusainak a feladata lesz me´g az adat konverzio´. Mivel REST
webservice-eket ı´runk, ı´gy a kontrollerbe a ke´re´sek JSON forma´ban fognak e´rkezni.
Ezt a JSON objektumot kell egy entity-ve´ a´tkonverta´lnunk e´s ezzel az entity-vel
h´ıvnunk a megfelelo˝ service meto´dusa´t.
Ahhoz hogy ez a konverzio´ go¨rdu¨le´kenyen mu˝ko¨djo¨n DTO-kat (Data Transfer
Object) hozunk le´tre amik megfeleltetheto˝ek az egyes Entityk-nek. A DTO tulaj-
donsa´ga, hogy csak adattagokat e´s a hozza´juk tartozo´ Getter e´s Setter meto´dusokat
tartalmazza, de nem szu¨kse´ges az entity o¨sszes adattagja´t tartalmaznia. I´gy ha
leke´rdez a kliens egy User objektumot az adatba´zisbo´l, el tudjuk e´rni a DTO
seg´ıtse´ge´vel, hogy az adatba´zisban szereplo˝ ke´nyes informa´cio´t (pe´lda´ul jelszo´) ne
ku¨ldju¨k vissza a kliens sza´ma´ra.
A controller re´tegben kell leimplementa´lnunk a HTTP ke´re´sek va´lasza´t is. Ami-
kor egy service meto´dusto´l kapunk egy adatba´zis objektumot, azt a´t kell kon-
verta´lnunk egy DTO-ra, ami majd a tova´bb konverta´lo´dik JSON-ne´ a va´laszban.
Ha a service re´teg egy kive´telt dobott a ve´grehajta´s sora´n, azt a controllerben el-
kapjuk e´s bea´ll´ıtunk a va´lasz sta´tusz ko´dja´ba, egy olyan ko´dot, ami hiba´ra utal (Pl.:
400 - Bad request, 401 - Unauthorized, 501 - Iternal server error).
A hiba ko´d mellett egy error ko´dot is vissza adunk a HTTP va´lasz to¨rzse´ben,
ı´gy a kliensen megfelelo˝ hiba u¨zeneteket tudunk megjelen´ıteni.
Ha´rom controller oszta´lyt fogok le´trehozni, mert ezek mu˝ko¨de´se logikailag
elku¨lo¨n´ıtheto˝.
User controller
A user controllerbe a felhaszna´lo´ kezele´shez szu¨kse´ges webserviceket kell defi-
nia´lnunk. Ezek ko¨ze´ tartozik, hogy u´j felhaszna´lo´t tudjunk regisztra´lni, ez egy olyan
HTTP ke´re´s, aminek a tartalma´ban kapjuk meg az u´j felhaszna´lo´ adatait. A REST
szabva´ny szerint ennek egy POST ke´re´snek kell lennie.
A ma´sik webservice, amit ebben az oszta´lyban kell majd megvalo´s´ıtani, az a
felhaszna´lo´ profilja´nak leto¨lte´se. Itt adatokat ke´ru¨nk az adatba´zisto´l e´s ezt ku¨ldju¨k
vissza a kliens sza´ma´ra JSON-ben. Ennek a HTTP ke´re´snek a meto´dusa GET lesz.
Az hogy melyik felhaszna´lo´ profilja´t akarjuk leto¨lteni, a ke´re´s URL-je´bo˝l tudjuk meg.
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FavouritePlace controller
Ebben a controllerben fogjuk elhelyezni az o¨sszes olyan webservice-t, ami a fel-
haszna´lo´ valamennyi c´ıme´nek a mo´dos´ıta´sa´t okozza´k.
Az elso˝ ilyen webservice-u¨nk az otthoni c´ım felve´tele lesz. A HTTP ke´re´s
to¨rzse´ben kapjuk meg az adatokat a kliens alkalmaza´sto´l, POST meto´duson ke-
resztu¨l.
Egy ugyanilyen meto´dust fogunk felvenni a munkahelyi c´ım megada´sa´hoz is,
terme´szetesen a ke´t meto´dus a service re´teg ku¨lo¨nbo¨zo˝ folyamatait h´ıvja´k.
A kedvenc hely felve´telekor is egy HTTP POST meto´dusu´ ke´re´st va´runk. A ke´re´s
to¨rzse´ben szerepelnie kell a hely c´ıme´nek e´s neve´nek is.
A kedvenc hely to¨rle´sekor egy olyan webservice-t kell megvalo´s´ıtanunk, ami-
nek ko¨vetkezme´nye´ben az adatba´zisbo´l to¨ro¨lni fogunk. Eze´rt ennek a webservice
meto´dusa DELETE lesz.
TripHistory controller
A TripHistory controllerben az u´tvonal to¨rte´nethez fu˝zo˝do˝ webservice-eket valo´s´ıtjuk
majd meg.
Az egyik ilyen webservice at u´j to¨rte´net mente´se lesz. Ennek a webservice-nek a
HTTP meto´dusa POST lesz.
A ma´sik webservice az, ahol leke´rdezhetju¨k az adatokat a szerverto˝l. Ekkor az
adatba´zisbo´l csak olvasa´s to¨rte´nik eze´rt a HTTP meto´dus GET lesz. Ke´so˝bbiekre
tekintettel az u´tvonal to¨rte´net leke´rdeze´sekor meg kell adni a felhaszna´lo´ nevet,
hogy melyik felhaszna´lo´ u´tvonala´t akarjuk leke´rni. Ezt az adatot ezu´ttal nem a
ke´re´s to¨rzse´ben va´rjuk hanem az URL-ben, URL parame´terke´nt.
2.3.5. Autentika´cio´
A szerveren egy autentika´cio´s folyamatot is meg kell valo´s´ıtani. Az autentika´cio´
egy HTTP Basic autentika´cio´ lesz, aminek a folyama´n a ke´re´sek header re´sze´ben
kell ku¨ldeni a felhaszna´lo´ne´v-jelszo´ pa´rost. Azt hogy a megadott adatok valo´sak-e,
elleno˝rizni fogjuk adatba´zisbo´l olvasa´s seg´ıtse´ge´vel.
Az autentika´cio´val fogunk ve´deni minden REST webservice-t, kive´ve a re-
gisztra´cio´s API ve´gpontot, hogy azt, akkor is h´ıvhassa´k a felhaszna´lo´k, ha me´g
nincsenek bejelentkezve. Ha egy ve´dett ve´gpontot pro´ba´l megh´ıvni a felhaszna´lo´
autentika´cio´ ne´lku¨l, vagy rossz bejelentkeze´si adatokkal, akkor 401 sta´tusz ko´dot
fogunk a szerver va´lasza´ban elku¨ldeni.
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3. Megvalo´s´ıta´s
3.1. Szerver alkalmaza´s
Ahogy a terveze´s sora´n eml´ıtettem az alkalmaza´st Spring keretrendszerrel fogom
elke´sz´ıteni azon belu¨l is a Spring-boot-ot fogom haszna´lni. Az projekthez Maven [3]
projekt menedzsment e´s building toolt fogok haszna´lni.
A terveze´s sora´n felmeru¨ltek az alkalmaza´snak ku¨lo¨nbo¨zo˝ fu¨ggo˝se´gei (depen-
decy). Ezeket a fu¨ggo˝se´geket maven seg´ıtse´ge´vel hozza´ kell adjuk a projektu¨nkho¨z,
hogy haszna´lni tudjuk o˝ket. A pom.xml egy le´ıro´ fa´jl, amiben az o¨sszes dependency
e´s projekt informa´cio´ megtala´lhato´. A legfontosabb fu¨ggo˝se´gek, amiket hozza´ kell
adnunk a projekthez:
• spring-boot-starter-data-jpa, spring-boot-starter-web, spring-boot-starter-
security. Ezek a fu¨ggo˝se´gek maga´t a Spring keretrendszert fogja´k beto¨lteni
sza´munkra.
• postgresql, liquibase-core. Az adatba´zishoz tartozo´ fu¨ggo˝se´gek.
• spring-boot-starter-test, spring-security-test, com.h2database. Ahhoz, hogy az
alkalmaza´sunkat tesztelni tudjuk tova´bbi fu¨ggo˝se´geket hu´zunk be a projektbe.
Egy pe´lda, hogy hogyan tudunk felvenni egy fu¨ggo˝se´get a pom.xml -be
<dependency>
<groupId>org.springframework.boot</groupId>
<artifactId>spring-boot-starter-web</artifactId>
</dependency>
A Spring-boot alkalmaza´sokhoz tartozik egy konfigura´cio´s fa´jl. Ez a fa´jl az src/-
main/resources/application.properties. Ebben a fa´jlban kulcs-e´rte´k pa´rokban kell
megadni az alkalmaza´shoz tartozo´ konfigura´cio´kat. Itt konfigura´lom be az adatba´zis
ele´re´se´t.
Maga´nak a JPA implementa´cio´ja´nak, a hibernatenek meg kell adnunk, hogy
hogyan kezelje az adatba´zis. Ezt a spring.jpa.hibernate.ddl-auto kulcs e´rte´ke´nek
a bea´ll´ıta´sa´val tehetju¨k meg. A mi alkalmaza´sunkban a hibernate-nek nem kell
le´trehoznia az adatba´zist e´s friss´ıtenie sem kell. Az adatba´zis mo´dos´ıta´sait mi fogjuk
egy u´j tool-al megtenni. Eze´rt ezt a bea´ll´ıta´st validate-re a´ll´ıtjuk, hogy a le´trehozott
entity-ket e´s annak adattagjait hasonl´ıtsa o¨ssze az adatba´zisban szereplo˝kkel.
3.1.1. Adatba´zis kezele´se
Az adatba´zist a szerver alkalmaza´s fogja kezelni. Az adatba´zis karbantarta´sa´hoz
a liquidbase nevu˝ tool-t fogjuk haszna´lni. Ennek a toolnak a seg´ıtse´ge´vel ko¨nnyen
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tudjuk nyomon ko¨vetni az adatba´zis va´ltoza´sokat e´s ko¨nnyen tudjuk verzio´kezelni
az adatba´zist. Az alkalmaza´s properties fa´jlja´ban bekonfigura´ltok a liquidba-
se scriptu¨nket, ami felelo˝s lesz az adatta´bla´k le´trehoza´sa´e´rt. Ez a script a
src/main/resources/db/changelog/db-changes.xml fa´jl lesz. SQL parancsok helyett
XML forma´ban fogjuk le´ırni az adatba´zisunkat. Liquidbase-ben az adatba´zis
mo´dos´ıta´sa´hoz u´gy nevezett <changeSet> -eket kell le´trehoznunk. A changeSet-nek
meg kell adnia az ID-ja´t e´s a szerzo˝je´t (author). Az ID tagnak egyedinek kell lennie.
Minden changeSet csak egyszer fog lefutni e´s a lefutott changeSet IDja el lesz ta´rolva
az adatba´zis egy ta´bla´ja´ban. Innen fogja tudni a script, hogy melyik changeSet-ek
az u´jak e´s melyeket kell me´g lefuttatni. Ne´zzu¨nk meg egy pe´lda´t egy ta´bla´nak a
le´trehoza´sa´ra liquidbase seg´ıtse´ge´vel. A ko¨vetkezo˝ changeSet-et vesszu¨k fel:
<changeSet id="1" author="balazs">
<createTable tableName="user_table">
<column name="id" type="bigint" autoIncrement="true">
<constraints primaryKey="true" nullable="false"/>
</column>
<column name="username" type="varchar(255)">
<constraints nullable="false"/>
</column>
...
<column name="home_place_id" type="varchar(255)" />
<column name="work_place_id" type="varchar(255)" />
</createTable>
</changeSet>
Ebben a changeSet-ben a user table ta´bla´t hozzuk le´tre. La´thatjuk, hogy kell megad-
ni a ta´bla neve´t e´s oszlopait e´s azoknak t´ıpusait. Ha jo´l megne´zzu¨k ezt a changeSet-et
la´thatjuk, hogy a terveze´ssel ellente´tben itt me´g az otthoni c´ım e´s munkahelyi c´ım
nem egy idegen kulcs egy ma´sik ta´bla´ra, hanem csak egy szo¨veges mezo˝. Ezt egy
ke´so˝bbi changeSetben jav´ıtottam:
<changeSet id="21" author="balazs">
<dropColumn tableName="user_table" columnName="home_place_id"/>
<addColumn tableName="user_table">
<column name="home_place" type="bigint">
<constraints foreignKeyName="fk_home_place_location_id" ←↩
references="place_location(id)"/>
</column>
</addColumn>
</changeSet>
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Ebbo˝l a pe´lda´bo´l la´thato´ mie´rt fontos a liquidbase haszna´lata, hogy la´ssuk hogyan
fejlo˝do¨tt e´s va´ltozott az adatba´zisunk.
3.1.2. Perzisztencia re´teg
Az alkalmaza´sban az entita´sokat a com.balazslombosi.bikeup.entity Java csomagban
fogjuk elhelyezni. A ko¨vetkezo˝ entita´sokat fogjuk le´trehozni:
• User - A user table ta´bla´hoz tartozo´ entita´s.
• FavouritePlace - A favourite place ta´bla´hoz tartozo´ entita´s.
• PlaceLocation - A place location ta´bla´hoz tartozo´ entita´s.
• TripHistory - A trip history ta´bla´hoz tartozo´ entita´s.
• GeoPoint - A geo point ta´bla´hoz tartozo´ entita´s.
Ezeket az oszta´lyokat ku¨lo¨nbo¨zo˝ annota´ciokkal kell ella´tnunk, hogy a Hibernate
o¨sszetudja kapcsolni a Java oszta´lyokat az adatta´bla´kkal. A legfontosabb annota´cio´k:
• @Entity - Ezzel az annota´cio´val el kell la´tnunk az o¨sszes Java oszta´lyt.
Ez fogja megmondani a rendszernek, hogy ezek nem sima oszta´lyok hanem
adatba´zisban szereplo˝ ta´bla´hoz tartoznak.
• @Table(name=”...”) Ezzel az annota´cio´val adjuk meg, hogy az adott oszta´ly
melyik ta´bla´nak feleltetheto˝ meg.
• @Column(name=”...”) Ezzel az annota´cio´val adjuk meg, hogy az adott adat-
tag melyik oszlopnak feleltetheto˝ meg.
• @OneToOne, @OneToMany, @ManyToMany Ezekkel az annota´cio´kkal fu˝zu¨nk
o¨ssze ke´t entita´st. Ke´t parame´tert haszna´lunk ezekne´l az annota´cio´kna´l.
A fetch = FetchType.LAZY arra szolga´l, hogy, amikor egy adatot kiolva-
sunk az adatba´zisbo´l, akkor ha a LAZY fetch type ra´ van annota´lva, akkor
azokat az adatokat nem to¨lti be az alkalmaza´s a memo´ria´ba. Ez ku¨lo¨no¨sen
hasznos, amikor nagyon mennyise´gu˝ pontot ke´ne beto¨ltenu¨nk egy u´tvonal vagy
a kedvenc helyek beto¨lte´sekor.
A ma´sik parame´ter a cascade = CascadeType.ALL, ez a parame´ter arra
szolga´l, hogy ha pe´lda´ul a User java objektumnak bea´ll´ıtjuk a homeLocation-
je´t e´s elmentju¨k a User objektumot az adatba´zisba, akkor mivel ra´ annota´ltuk a
homeLocation-re a cascadetype.all -t eze´rt azt az objektumot is elfogja menteni
az adatba´zisba.
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Terveze´s sora´n TripHistory e´s GeoPoint entita´sok ko¨zo¨tt le´vo˝ kapcsolatot az
adatba´zisban egy kapcsolo´ta´bla´val tettu¨k meg. Implementa´cio´ sora´n ezt a kap-
csolo´ta´bla´t nem hoztuk le´tre ku¨lo¨n entita´ske´nt. Ketteju¨k ko¨zo¨tti kapcsolatot a Trip-
History entita´sban egy annota´cio´n keresztu¨l fogjuk megadni.
@JoinTable(
name="trip_geopoint_table",
joinColumns=@JoinColumn(name="trip_id",referencedColumnName="id"), ←↩
inverseJoinColumns=@JoinColumn(name="geo_point_id", ←↩
referencedColumnName="id"))
Az annota´cio´ elso˝ parame´tere a kapcsolo´ ta´bla neve, ma´sodik parame´tere egy
u´jabb annota´cio´, hogy a TripHistory entita´snak az ID-ja a kapcsolo´ ta´bla me-
lyik mezo˝je´re fog hivatkozni. A harmadik parame´ter isme´t egy annota´cio´, hogy a
ma´sik entita´s (GeoPoint) ID-ja melyik mezo˝re fog hivatkozni. A kapcsolat ma´sik
entita´sa´ban a GeoPoint-ban megadjuk, hogy melyik mezo˝n van megadva ez az an-
nota´cio´ a @ManyToMany annota´cio´ mappedBy parame´tere´n keresztu¨l.
Az entita´sokhoz tartozo´ repository interface-k a
com.balazslombosi.bikeup.repository csomagban fogjuk elhelyezni. Ebben a cso-
magban megtala´lunk minden entita´shoz tartozo´ repository interface-t. Ezeknek
az interface-knek ko¨zo¨s tulajdonsa´guk, hogy mindegyik elvan la´tva @Repository
annota´cio´val e´s a JpaRepository-bo´l sza´rmazik, hogy mego¨ro¨ko¨lje a JpaRepository
meto´dusait. Interface-k teha´t csak meto´dus deklara´cio´kat tartalmaznak imple-
menta´cio´t nem. A meto´dusok ala´ az implementa´cio´t a Hibernate fogja adni. Az
interface-ben le´trehozott meto´dusok nevei egy szintakszis szaba´lybo´l ado´dnak,
ami alapja´n letudja genera´lni a Hibernate az SQL Query-ket. Minden leke´rdeze´s
a findBy kulcso´szval kezdo˝dik. A findBy uta´n az adattag elneveze´se ko¨vetkezik,
ami alapja´n szeretne´nk a leke´rdeze´su¨nket elve´gezni pe´lda´ul a UserRepository-ban
szereplo˝ findBy a felhaszna´lo´ ne´v alapja´n ke´rdez le az adatba´zisbo´l:
User findByUsername(String username);
Amennyiben to¨bb felte´telt is meg szeretne´nk adni a szu˝re´s parame´tere´ben azokat az
adattagokat az And vagy Or kulcsszo´val kell elva´lasztani pe´lda´ul:
FavouritePlace findByUserAndPlaceLocation(User user, ←↩
PlaceLocation placeLocation);
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3.1.3. Service re´teg
Terveze´s sora´n 3 service oszta´lyro´l besze´ltu¨nk ezek a UserService, Fa-
vouritePlaceService e´s a TripHistoryService. Ezeket az oszta´lyokat a
com.balazslombosi.bikeup.service csomagba fogjuk elhelyezni. Ko¨zo¨s tulajdonsa´ga
ezeknek az oszta´lyoknak, hogy az oszta´lyok a @Service annota´cio´val vannak ella´tva.
Az annota´cio´ aze´rt fontos, mert ı´gy jelezzu¨k a keretrendszer fele´, hogy ez az oszta´ly
nem egy sima oszta´ly hanem egy Spring komponens (bean). Ezeket a komponense-
ket az alkalmaza´sunkba sehol nem pe´lda´nyos´ıthatjuk ezt a keretrendszer megteszi
helyettu¨nk. Minden bean csak egyszer lesz pe´lda´nyos´ıtva, e´s ahol haszna´lnunk kell
o˝ket ott az @Autowired meto´dussal fogjuk be inject-elni az adott oszta´lyba, ezt a
technika´t dependency inejction-nek nevezzu¨k.
@Autowired
private UserRepository userRepository;
Ugyanilyen bean-ek a repository oszta´lyaink. A service oszta´lyok adattagjai a meg-
felelo˝ repository oszta´lyok lesznek dependency injectionnel elhelyezve az oszta´lyba.
A service oszta´lyokban megtala´lhato´ egy meto´dus a getCurrentUser(), ami a
security contextbo˝l kiolvassa az e´ppen autentika´lt felhaszna´lo´ neve´t e´s ezzel a ne´vvel
visszaadja a User objektumot miuta´n leke´rdezte az adatba´zisbo´l. Erre aze´rt van
szu¨kse´g, mert to¨bb meto´dus is a jelenleg autentika´lt felhaszna´lo´ adatait mo´dos´ıtja.
A service oszta´lyok to¨bb folyamata is hiba´ra futhat ilyenkor kive´telt do-
bunk a service oszta´lybo´l. A kive´telek ko¨nnyu˝ kezele´se´hez le´trehozunk a
com.balazslombosi.bikeup.exception csomagba egy saja´t ServiceException kive´tel
t´ıpust. Ennek a kive´tel oszta´lynak lesz egy t´ıpus adattagja, ami ServiceExcept-
ionType t´ıpusu´. A ServiceExceptionType egy felsorolo´ t´ıpus, amiben definia´ljuk az
o¨sszes lehetse´ges service hiba´t.
3.1.4. Controller re´teg
A kontrollereket a com.balazslombosi.bikeup.controller csomagban tala´ljuk meg.
Ha´rom kontroller oszta´lyunk lesz, ezek a UserController, a FavouritePlaceController
e´s a TripHistoryController.
A keretrendszer 2 fajta kontroller annota´cio´t biztos´ıt sza´munkra, az egyik a sima
@Controller, amit MVC alkalmaza´sokban szoktak haszna´lni, a ma´sik pedig a @Rest-
Controller annota´cio´. Mi a kontrollere oszta´lyainkat az uto´bbival fogjuk felannota´lni.
Ez az annota´cio´ fogja biztos´ıtani, hogy az oszta´ly meto´dusainak a visszate´re´si e´rte´ke
a HTTP va´lasz to¨rzse´be keru¨ljo¨n bele.
A kontroller oszta´lyainkra tova´bbi annota´cio´t rakunk ez a @RequestMapp-
ing(”/api”), ezzel definia´ljuk, hogy a REST Api ve´gpontjai a /api URL ele´re´s alatt
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lesznek. A service re´teghez hasonlo´an a kontrollerkhez be injekta´ljuk a megfelelo˝
service oszta´lyokat.
A kontrollerek meto´dusait ha fel annota´ljuk a @RequestMapping annota´cio´val ak-
kor azok webservice-ke´nt fognak mu˝ko¨dni. Az annota´cio´ value parame´tere´ben meg-
adhatjuk a webservice ele´re´se´t a method parame´tere´ben pedig a HTTP meto´dust,
amin keresztu¨l h´ıvjuk.
A webservice meto´dusok parame´ter lista´ja´ba felveszu¨nk egy HttpServletResponse
t´ıpusu´ parame´tert. Ezen a parame´teren keresztu¨l fogjuk bea´ll´ıtani a HTTP va´lasz
sta´tusz ko´dja´t pe´lda´ul:
httpResponse.setStatus(HttpServletResponse.SC_BAD_REQUEST);
Szemle´ltete´s ce´lja´bo´l ne´zzu¨k meg a ko¨vetkezo˝ kontroller oszta´lyt:
UserController.java - ebben a kontoller oszta´lyban ke´t webservicet valo´s´ıtunk meg.
Az u´j felhaszna´lo´ le´trehoza´sa a egy POST meto´dusu´ webservice, ami a /api/users
u´tvonalon e´rheto˝ el. A meto´dus elso˝ parame´tere a @RequestBody annota´cio´val van
ella´tva, ami azt jelenti, hogy a HTTP ke´re´s to¨rzse´ben egy adott DTO t´ıpusu´ JSON
objektumot va´runk. Ma´sodik parame´ter pedig a kora´bban eml´ıtett HTTP va´lasz
objektum.
@RequestMapping(value = "/users", method = RequestMethod.POST)
public BaseResponseDTO createNewUser(@RequestBody ←↩
WebRegistrationRequestDTO userRequest,
HttpServletResponse httpResponse)
A felhaszna´lo´ profilja´nak leke´rdeze´se a ma´sik webservice, ami ebben az
oszta´lyban szerepel. Ennek elso˝ parame´tere szinte´n annota´lt de ezu´ttal egy @Path-
Variable annota´cio´t haszna´lunk, ami azt jelenti hogy a webservice ele´re´se´nek
c´ıme´ben egy va´ltozo´t helyezu¨nk el. Ebben az esetben a felhaszna´lo´ ne´v keru¨lt
a´tada´sra a URL c´ımben.
@RequestMapping(value = "/users/{username:.+}", method = ←↩
RequestMethod.GET)
public BaseResponseDTO getUserByUsername(@PathVariable String ←↩
username, HttpServletResponse httpResponse)
Az alkalmaza´snak egy e´rdekes re´sze az u´tvonal to¨rte´netek a ManyToMany kapcsolata
a GeoPointal. Amikor bee´rkezik a TripHistoryControllerbe a ke´re´s a kliens felo˝l
az u´j to¨rte´net elmente´se´hez a kontroller meto´dusa´ban megvizsga´lom a bee´rkezett
GeoPoint-okat. Ha egy GeoPoint-ot megtala´lok az adatba´zisban, akkor a le´trehozott
TripHistory entita´st azzal a GeoPoint-al fogom o¨sszekapcsolni, egye´b esetben pedig
u´j GeoPoint entita´st hozok le´tre.
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historyRequest.getLocationHistoryList().forEach(point -> {
GeoPoint p = geoPointRepository.findByLatAndLng(point.getLat(), ←↩
point.getLng());
if (p != null) {
List<TripHistory> trips = p.getTripHistory();
trips.add(tripHistory);
geoPointRepository.findByLatAndLng(point.getLat(), ←↩
point.getLng()).setTripHistory(trips);
} else {
p = new GeoPoint();
p.setLat(point.getLat());
p.setLng(point.getLng());
List<TripHistory> trips = new ArrayList<>();
trips.add(tripHistory);
p.setTripHistory(trips);
}
locationList.add(p);
});
3.1.5. DTO oszta´lyok
A DTO oszta´lyokat a com.balazslombosi.bikeup.dto csomagban tala´lhatjuk meg. A
csomagon belu¨l megtala´lhatjuk az entita´soknak megfeleltetheto˝ DTO oszta´lyokat. A
csomagban tova´bbi ke´t csomagot helyezu¨nk el a dto.request e´s dto.response csoma-
gokat. Ezekben a HTTP ke´re´sekben e´s annak a va´lasz to¨rzse´ben szereplo˝ DTO
oszta´lyokat helyezzu¨k el. A DTO e´s a JSON ko¨zo¨tti konverzio´kat nem mi fog-
juk elve´gezni ke´zzel, hanem egy Jackson nevu˝ ko¨nyvta´rat fogunk haszna´lni. Ez a
ko¨nyvta´r a Spring keretrendszerrel egyu¨tt mu˝ko¨dik, ı´gy neku¨nk ku¨lo¨n ko´dot nem
kell ı´rnunk, hogy ezek a konverzio´k megto¨rte´njenek.
RequestDTO oszta´lyok
Ezek az oszta´lyok a HTTP ke´re´sek to¨rzse´ben szereplo˝ JSON objektumokat fogja´k
le´ırni Java oszta´lyke´nt. Minden adattagjuk priva´t e´s mindegyikhez le´tezik getter e´s
setter meto´dus, emellett kell, hogy legyen parame´ter ne´lku¨li konstruktora.
ResponseDTO oszta´lyok
Minden webservice meto´dus visszate´re´si e´rte´ke egy ResponseDTO lesz. Ahhoz, hogy
ezeket a va´lasz DTO-kat ko¨nnyen tudjuk kezelni le´trehozunk egy BaseResponseDTO
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oszta´lyt. Ennek az oszta´lynak ke´t adattagja lesz.
private ServiceExceptionType error;
private String message;
Ha egy kontroller oszta´lyban elkapunk egy ServiceExceptiont akkor a BaseResponse-
ba bea´ll´ıtjuk annak a t´ıpusa´t az error adattagba, e´s tova´bbi u¨zenetet ku¨ldhetu¨nk a
kliens fele´.
Mivel nem tudjuk elo˝re, hogy a ke´re´s sikerre vagy hiba´ra fog futni eze´rt minden
kontroller meto´dusnak a BaseResponseDTO lesz a visszate´re´si t´ıpusa. Eze´rt min-
den tova´bbi ResponseDTO a BaseResponseDTO t´ıpusbo´l fog sza´rmazni. Ha nem
fut hiba´ra a webservice meto´dus akkor egy konkre´t DTO t´ıpussal te´ru¨nk vissza
egye´bke´nt pedig a BaseResponseDTO-val.
3.1.6. API konfigura´cio´ e´s security
A szerver egyes ve´gpontjait csak autentika´lt felhaszna´lo´k e´rhetik el. Azo-
kat a java oszta´lyokat, amik ezeket a konfigura´cio´kat tartalmazza´k, a
com.balazslombosi.bikeup.config csomagban tala´ljuk meg. A WebSecurityConfig.java
oszta´lyban az API ve´gpontok konfigura´cio´ja´n k´ıvu¨l az autentika´cio´t is megvalo´s´ıtjuk
a configureGlobal meto´dusban. Az autentika´cio´na´l megadott felhaszna´lo´ne´v alapja´n
leke´rdezzu¨k a felhaszna´lo´t az adatba´zisbo´l. Ha a User object nem null akkor a
BCryptPasswordEncoder bean seg´ıtse´ge´vel o¨sszehasonl´ıtjuk az elko´dolt jelszo´t a fel-
haszna´lo´ a´ltal megadott jelszo´val. Az autentika´cio´ konfigura´cio´ja´hoz hozza´tartozik a
MyBasicAuthenticationEntryPoint oszta´ly is, ami a HTTP Basic autentika´cio´t fogja
konfigura´lni.
Ebben az oszta´lyban elhelyezkedo˝ oszta´lyokon az @Configuration annota´cio´t
haszna´ljuk. A keretrendszer ezzel az annota´cio´val ella´tott oszta´lyokat indula´skor
beto¨lti e´s alkalmazza a bea´ll´ıta´sokat.
Az autentika´cio´ a HTTP protokoll mellett, a biztonsa´gosabb HTTPS protokollon
keresztu¨l is mu˝ko¨dik.
3.2. Android alkalmaza´s
Az Android alkalmaza´s Android Studio fejleszto˝i ko¨rnyezet alatt ke´szu¨lt. Az IDE-
ben bee´p´ıtett Gradle projekt e´s dependency menedzsment tool tala´lhato´, eze´rt ezt
haszna´ltam az alkalmaza´shoz.
Az Android alkalmaza´sban a terveze´s sora´n elku¨lo¨n´ıtettu¨k a modell e´s a view
re´teget egyma´sto´l. Ez a megvalo´s´ıta´s sora´n az Android projectben ke´t teljesen ku¨lo¨n
modul lesz. A modell re´teg a bikeupservice, a view re´teg pedig az app modul lesz.
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Minden modulnak megvan a saja´t build.gradle fa´jlja. Ezekben a fa´jlokban
bea´ll´ıtjuk a modulok dependency-jeit. Mindke´t modulnak beto¨ltju¨k az OpenStreet-
Map te´rke´p ko¨nyvta´rat e´s az ehhez tartozo´ bonuspack-et. Az app modulba me´g
pluszba felveszu¨nk a megjelen´ıte´shez a google a´ltal szolga´ltatott ko¨nyvta´rbo´l design
elemeket. A dependency felve´tele´re egy pe´lda:
compile ’org.osmdroid:osmdroid-android:5.6.5’
compile ’com.github.MKergall:osmbonuspack:6.3’
3.2.1. BikeUpService modul
A modell re´teg ko¨zponti oszta´lya a BikeService lesz. Ez az oszta´ly az Android Service
oszta´lya´bo´l fog sza´rmazni. Sza´munkra ez azt jelenti, hogy ez egy ha´tte´rben futo´
oszta´ly lesz, azok a mu˝veletek, amik itt mennek ve´gbe nem fogja´k blokkolni a UI
threadet. Ennek az oszta´lynak a feladata lesz, hogy pe´lda´nyos´ıtsa az adattagjaiba a
modell tova´bbi oszta´lyait. A BikeService oszta´lynak saja´t meto´dusai nem lesznek,
inka´bb egy interface lesz a UI e´s a tova´bb modell oszta´lyok ko¨zo¨tt. A modellben
tova´bbi ha´rom package-et hozunk le´tre
User package
A User package-t a com.balazslombosi.bikeupservice.user alatt tala´ljuk meg. Ebben
a csomagban valo´s´ıtjuk meg a felhaszna´lo´k kezele´se´hez tartozo´ mu˝veleteket. A fel-
haszna´lo´k mu˝veleteinek le´ıra´sa´ra le´trehozunk egy public interface-t a IUserOptions-
t. Ebben az oszta´lyban definia´ljuk, hogy a User oszta´lyoknak milyen meto´dusokat
kell mindenke´pp implementa´lniuk.
A Userek egy abstract o˝soszta´lybo´l fog sza´rmazni a AUser -bo˝l. Ebben az
oszta´lyban le´trehozzuk a Userhez tartozo´ o¨sszes adattagot e´s azok getter e´s setter
meto´dusait. Ma´r az o˝soszta´lyban implementa´ljuk a IUserOptions interface-t hogy a
lesza´rmazottakba ne felejtsu¨k el megvalo´s´ıtani.
Az AUser absztrakt oszta´ly elso˝ lesza´rmazottja az AnonymUser lesz. Az inter-
face meto´dusait megvalo´s´ıtja, ketto˝ kive´tele´vel. Az addFavouritePlace e´s a remo-
veFavouritePlace meto´dus h´ıva´sakor kive´telt dobunk. Erre a ce´lra le´trehozunk egy
UserOptionException kive´telt.
A to¨bbi meto´dus megvalo´s´ıta´skor bea´ll´ıtja a megfelelo˝ adatokat, majd megh´ıvja
a SaveUserToPreferences folyamatot. Ennek a folyamatnak a feladata a User ob-
jektum elmente´se lesz a telefonra, hogy az adatokat visszato¨lthessu¨k, hiszen anonim
felhaszna´lo´ esete´n nem besze´lu¨nk szerver oldali ta´mogata´sro´l.
A Regisztra´lt User oszta´lyunk az AnonymUser-bo˝l fog sza´rmazni ı´gy meg tud-
ja o¨ro¨ko¨lni az ott megvalo´s´ıtott meto´dusokat. Eze´rt nem kell ebben az oszta´lyban
is leimplementa´lnunk, pe´lda´ul a User telefonra mente´se´t. Az interface-ben szereplo˝
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meto´dusokat felu¨ldefinia´ljuk e´s az o˝soszta´ly meto´dusa´nak h´ıva´sa uta´n a megfelelo˝
webservice-t megh´ıvjuk az egyes meto´dusokban. Ezeket a webservice h´ıva´sokat a
UserService oszta´lyba ku¨lo¨n kiemeltem. Az addFavouritePlace e´s removeFavourit-
ePlace meto´dust ebben az oszta´lyban exception ne´lku¨l implementa´ljuk.
A UserManager oszta´ly lesz felelo˝s maga´e´rt a felhaszna´lo´ kezele´se´rt. Ebben az
oszta´lyban valo´s´ıtjuk meg a bejelentkeze´st, kijelentkeze´st e´s szinkroniza´cio´t.
A loginUser meto´dus valo´s´ıtja meg a bejelentkeze´st. A ke´t parame´tert (fel-
haszna´lo´ne´v e´s jelszo´) a ne´zet re´teg adja a´t sza´munkra, ezeket elta´roljuk, majd
egy webservice h´ıva´son keresztu¨l leke´rju¨k az adott felhaszna´lo´ne´vvel a User-t a szer-
verto˝l. Ha sikeres volt a ke´re´s, akkor ezt a´talak´ıtjuk RegistredUser t´ıpusu´ objek-
tumma´ e´s elmentju¨k a telefonba.
A syncUserFromSavedCredential meto´dus az alkalmaza´s ind´ıta´sakor fog lefutni.
Ez a meto´dus egybo˝l bejelentkezteti a felhaszna´lo´t. Ha a bejelentkeze´s valamilyen
okbo´l sikertelen (nem e´rheto˝ el a szerver vagy nincs internetkapcsolat a telefonon)
akkor a telefonban elta´rolt User object-et fogjuk beto¨lteni. Eze´rt a beto¨lte´se´rt a
setUserFromSharedPreferences meto´dus fog felelni. Ez a meto´dus lefuta´sa ve´ge´n
ku¨ld egy eseme´nyt a ne´zet re´tegnek, hogy megva´ltozott a felhaszna´lo´, friss´ıtsu¨k a
ne´zetet.
A kijelentkeze´s a logoutUser meto´dus. Ebben a meto´dusban le´trehozunk egy u´j
AnonymUser objektumot e´s bea´ll´ıtjuk azt a jelenlegi felhaszna´lo´nak. Ezzel az objek-
tummal felu¨l´ırjuk a kora´bban elmentett RegistredUser objektumot ı´gy a felhaszna´lo´t
teljesen kile´ptettu¨k az alkalmaza´sbo´l.
Restservice package
Ebben a csomagban (com.balazslombosi.bikeupservice.restservice) fogjuk megtala´lni
az o¨sszes olyan implementa´cio´t, ami a szerverrel valo´ kommunika´cio´hoz szu¨kse´ges.
A DTO csomagban ugyanazokat az oszta´lyokat fogjuk megtala´lni mint a szerver
alkalmaza´s DTO csomagja´ban. Ez fontos, hogy ezek az oszta´lyok megegyezzenek
mert ez az interface a kliens e´s szerver alkalmaza´s ko¨zo¨tt. Ez a dolog annyival ki-
ege´szu¨l, hogy le´trehozunk egy u¨res BikeRequestDTO oszta´lyt is e´s a Request DTO
oszta´lyokat ebbo˝l sza´rmaztatjuk le. Ez a ke´so˝bbiekben fontos lesz sza´munkra.
Le´trehozunk egy RestApiEndPoints oszta´lyt, aminek a fo˝ tulajdonsa´ga, hogy itt
lesznek definia´lva a webservice ele´rheto˝se´gek. A konstruktor parame´teru¨l kapja a
BikeService kontextusa´t aze´rt, mert ezen az oszta´lyon keresztu¨l fogjuk elmenteni az
autentika´cio´s adatokat a SharedPreferences-be. Ebben az oszta´lyban a meto´dusok
static meto´dusok lesznek, hogy ne legyen szu¨kse´ges pe´lda´nyos´ıtanunk mindenhol ezt
az oszta´lyt ahol szu¨kse´gu¨nk van egy webservice ele´re´se´re. A meto´dusok ko¨zo¨s jel-
lemzo˝i, hogy HttpUrlConnection a visszate´re´si t´ıpusuk, ami maga az UrlConnection
objektum lesz. Ezt az objektumot u´gy hozzuk le´tre, hogy pe´lda´nyos´ıtunk egy Url
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objektumot, aminek megadjuk a webservice ele´re´si c´ıme´t. Ezen az URL objektumon
keresztu¨l le´trehozzuk a HttpUrlConnection objektumot, majd bea´ll´ıtjuk neki az au-
tentika´cio´s header adatokat. A urlConnection.setRequestMethod -on keresztu¨l pedig
bea´ll´ıtjuk, hogy milyen HTTP meto´dussal legyen h´ıvva az adott webservice.
Az autentika´cio´s adatok bea´ll´ıta´sa´t kiemeltem a setAuthentication fu¨ggve´nybe,
ahol, a SharedPreferences-bo˝l kiolvasott felhaszna´lo´nevet e´s jelszo´t Base64 -ben
ko´doljuk e´s az ı´gy kapott stringet rakjuk bele headerbe. A szerver alkalmaza´s ı´gy
fogja va´rni to˝lu¨nk ezeket az adatokat.
Ennek a csomagnak a fo˝ oszta´lya a RestApiCallerTask lesz, ami maga´t a HTTP
ke´re´st fogja lebonyol´ıtani. Ezt az oszta´lyt az AsyncTask oszta´lybo´l sza´rmaztatjuk,
hogy aszinkron to¨rte´njen a HTTP ke´re´s, ezt egye´bke´nt az Android opera´cio´s rendszer
el is va´rja to˝lu¨nk.
Az oszta´lynak lesz egy t´ıpus parame´tere. Ez a parame´ter a ke´re´s, va´lasz ob-
jektuma´nak a t´ıpusa lesz, eze´rt ennek a BaseResponseDTO-bo´l kell sza´rmaznia.
A konstruktorba parame´teru¨l a´tadjuk to¨bbek ko¨zo¨tt maga´t az UrlConnection e´s
RequestBody objektumokat. Tova´bba´ a´tadunk egy Class<T> t´ıpust, ami a t´ıpus
parame´ternek a futa´s ideju˝ oszta´lya. Negyedik parame´ter egy callback fu¨ggve´ny lesz,
ami akkor fog lefutni ha az aszinkron folyamat befejezte a futa´st.
Ezek uta´n a doInBackground meto´dusban megvalo´s´ıtjuk maga´t a HTTP ke´re´st.
A szerver alkalmaza´sbo´l ismert Jackson ko¨nyvta´rat fogjuk haszna´lni a Java ob-
jektumok JSON objektumma´ valo´ konverta´la´sa´hoz, a´m ez itt nem to¨rte´nik auto-
matikusan. Az ObjectMapper oszta´ly writeValue meto´dusa´val tudjuk a´talak´ıtani
a Java objektumainkat JSON-ne´ e´s a readValue-val vissza fele´. A szerver va´lasza´t
egy stream objektumbo´l tudjuk kiolvasni egy stringbe ez lesz a meto´dus visszate´re´si
e´rte´ke. Ha kive´telt kapunk a kiolvasa´s ko¨zben akkor egy error-t rakunk bele ebbe a
strinbe.
Az onPostExecute parame´tere´ben megkapjuk a szerver va´lasza´t. Most lesz fon-
tos sza´munkra, hogy a konstruktor megkapta a va´lasz DTO class t´ıpusa´t mert az
ObjectMapper readValue meto´dusa´nak szu¨kse´ge van erre. Miuta´n a´t alak´ıtottuk
Java objektumma´ a szerver va´lasza´t, megne´zzu¨k, hogy az error adattag, ami a Ba-
seResponseDTOban szerepel u¨res-e. Ha u¨res akkor az onRequestSuccess callback
fu¨ggve´nyt h´ıvjuk meg a response object-el, egye´bke´nt pedig az onRequestError -t.
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Egy pe´lda ennek az oszta´lynak a haszna´lata´ra:
public void saveHome(PlaceLocationDTO requestDTO) {
RestApiCallerTask<BaseResponseDTO> apiCaller = new ←↩
RestApiCallerTask<> (RestApiEndPoints.postHomePlace(), ←↩
requestDTO, BaseResponseDTO.class, new ←↩
RequestCompleteListener() {
@Override
public void onRequestSuccsess(BaseResponseDTO responseDTO) {
...
}
@Override
public void onRequestError(BaseResponseDTO responseDTO) {
...
}
});
apiCaller.execute();
}
Location package
A (com.balazslombosi.bikeupservice.location) csomagban fogjuk megvalo´s´ıtani az
o¨sszes olyan funkcio´t, ami a poz´ıcio´ meghata´roza´sa´hoz ko¨theto˝. I´gy ebbe a csomagba
a ko¨vetkezo˝ oszta´lyok lesznek: MyGpsLocationProvider, RoutingService, TripHisto-
ry.
A RoutingService oszta´lyban fogjuk elta´rolni az u´tvonalat e´s a kiva´lasztott
c´ımet. Az u´tvonal egy Road t´ıpusu´ objektum, aminek a fo˝ adattagjai:
• Az mRouteHigh egy ArrayList<GeoPoint> t´ıpusu´ adattag. Ebben az adat-
tagban lesznek elta´rolva azok az u´tvonal pontok, amik szu¨kse´gesek a megje-
len´ıte´shez. Ezek a pontok olyan helyeken helyezkednek el ahol egy kanyar van,
vagy az u´t megto¨rik, ı´gy az egyenes vonalat is meg kell to¨rni.
• Az mNodes adattag szinte´n egy lista lesz, ami RoadNode t´ıpusu´ objektumokat
fog ta´rolni. Ezek az objektumok a kanyarokat le´ıro´ oszta´lyok. Bennu¨k meg-
tala´lhato´ a kanyarhoz tartozo´ informa´cio´s szo¨veg, a kanyar ira´nya, poz´ıcio´ja e´s
hogy a ko¨vetkezo˝ kanyarig mekkora ta´vot kell megtenni km-ben.
• Az mDuration az u´tvonal ido˝tartama´t ta´rolja ma´sodpercben megadva.
• Az mLength pedig az u´tvonal hossza´t km-ben megadva fogja ta´rolni.
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Az u´tvonal to¨rte´net logikailag ide tartozik, ı´gy ennek az oszta´lynak az adattagja
lesz a TripHistory is.
A finishTrip meto´dus meg fogja h´ıvni a TripHistory oszta´ly finishTrip meto´dusa´t,
majd elku¨ldju¨k az u´tvonal to¨rte´netet a szerver fele´.
A TripHistory oszta´lyban egy lista´t fogunk ta´rolni azokro´l a GeoPoint-okro´l,
amiket ma´r elhagytunk.
Amikor megh´ıvo´dik az oszta´ly finishTrip meto´dusa kisza´moljuk a megtett u´t
hossza´t e´s ido˝tartama´t.
A MyGpsLocationProvider oszta´ly lesz felelo˝s a telefon GPS hardware-e
a´ltal szolga´ltatott poz´ıcio´ feldolgoza´sa´e´rt. Ez az oszta´ly a GpsMyLocationProvider
o˝soszta´lybo´l fog sza´rmazni, ami az OSM te´rke´p szolga´ltato´ ko¨nyvta´rban tala´lhato´
meg. Az o˝soszta´lyban tala´lhato´ a poziciona´la´s konfigura´la´sa, ind´ıta´sa, a poz´ıcio´ fel-
dolgoza´sa e´s tova´bb´ıta´sa a ne´zet modul fele´. A mi oszta´lyunkban a kapott poz´ıcio´
a´ltal szu¨kse´ges adatokat fogjuk kisza´molni e´s elmenteni.
Az oszta´lyban a ko¨vetkezo˝ sege´dfu¨ggve´nyeket fogjuk implementa´lni:
• A distance meto´dus a ke´t parame´teru¨l kapott pont ta´volsa´ga´t fogja kisza´molni.
Ezek a pontok GeoPoint t´ıpusu´ak egy latitude e´s egy longitude koordina´ta´t
tartalmaznak. A fu¨ggve´ny visszaadja a ke´t GeoPoint ta´volsa´ga´t me´terben.
• A getDistanceFromActualRoute parame´teru¨l va´rja az u´tvonal elso˝ ke´t pontja´t,
e´s a jelenlegi poz´ıcio´nkat. Ebbo˝l a pontbo´l kisza´mı´tja, hogy ha´ny me´terre va-
gyok jelenleg az u´tvonalto´l. Ezt u´gy teszi meg, hogy a ha´rom pont a´ltal kijelo¨lt
ha´romszo¨g jelenlegi poz´ıcio´nk csu´csa´hoz tartozo´ magassa´got sza´molja ki.
• Ha´rom darab sege´dfu¨ggve´nyt tala´lunk me´g ebben az oszta´lyban, amiknek a
feladata, hogy egy eseme´nyt va´ltsanak ki, amire az App modul feliratkozik e´s
a megfelelo˝ felu¨leti elemet friss´ıteni fogja.
Ebben az oszta´lyban az onLocationChanged meto´dus fog a ko¨ze´ppontban a´llni,
ami minden egyes alkalommal le fog futni, amikor az opera´cio´s rendszer jelet ku¨ld
az alkalmaza´snak, hogy megva´ltozott a poz´ıcio´. A parame´terben kapott Location
t´ıpusu´ objektumban fogunk megtala´lni minden informa´cio´t, amit a telefon a´tad
sza´munkra. Ilyen adatok lesznek to¨bbek ko¨zo¨tt a hosszu´sa´gi e´s sze´lesse´gi pont, a
poz´ıcio´ pontossa´ga e´s a pillanatnyi sebesse´g. Ebben a fu¨ggve´nyben to¨bb dolgot is ki
kell sza´molnunk, hogy a felu¨let friss informa´cio´kat tudjon kijelezni.
Elo˝szo¨r is fontos, hogy ezek az informa´cio´k mind az u´tvonal terveze´shez illetve
maga´hoz az u´tvonalhoz ko¨theto˝k ı´gy ha nincs megtervezett u´tvonal nem sza´molunk
semmit.
A meto´dusban elo˝szo¨r megvizsga´ljuk a poz´ıcio´nk e´s az u´tvonal ta´volsa´ga´t. Erre
hoztuk le´tre a getDistanceFromActualRoute sege´dfu¨ggve´nyt. Ez arra lesz alkalmas
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sza´munkra, hogy kider´ıtsu¨k, hogy a felhaszna´lo´ az u´tvonalon halad-e vagy elte´rt
to˝le. Ha ez a ta´volsa´g nagyobb mint egy parame´terben megadott sza´m, akkor az
u´tvonalat u´jra kell terveznu¨nk. Ehhez a ACTION NEW ROUTE CALC NEEDED
eseme´nyt va´ltjuk ki.
A ko¨vetkezo˝ vizsga´latunkban azt elleno˝rizzu¨k, hogy a pillanatnyi poz´ıcio´ e´s
az u´tvonalon a ma´sodik pont ta´volsa´ga kisebb-e, mint egy parame´terben meg-
adott sza´m. Ez a parame´ter most a location objektum pontossa´ga lesz. Ha ki-
sebb akkor megh´ıvjuk a refreshRemainingRodeNodes fu¨ggve´nyt, ami kito¨rli az elso˝
pontot, hiszen a ma´sodikhoz ma´r ele´g ko¨zel vagyunk. Ez a meto´dus az ACTI-
ON NEW ROUTE eseme´nyt ku¨ldi el, hogy a felu¨let u´jra tudjon rajzolni. Ezek mel-
lett pedig a kito¨ro¨lt pontot feldolgozzuk e´s beletesszu¨k az u´tvonal to¨rte´netbe, amit
majd a szerver fele´ elfogunk ku¨ldeni.
A kanyarok friss´ıte´se´hez megne´zzu¨k, hogy a kanyar lista´ban szereplo˝ 1. indexu˝,
azaz ma´sodik kanyarnak a parame´terben megadott ko¨rnyezete´be e´rtu¨nk-e. Aze´rt a
ma´sodik elemet fogjuk vizsga´lni mert az a ko¨vetkezo˝ kanyar, de az elso˝ elemben
van megadva a ta´volsa´ga. Ha ele´g ko¨zel e´rtu¨nk ehhez a ponthoz, akkor friss´ıtju¨k a
ha´tra le´vo˝ kanyarok lista´ja´t refreshRemainingRodeNodes meto´dussal. Egye´b esetben
kisza´moljuk a ko¨vetkezo˝ kanyar ta´volsa´ga´t, ezt a 0. indexu¨ elemben fogjuk ta´rolni.
A updateRemaningTimeAndKmInformations meto´dusban friss´ıtju¨k, hogy a teljes
u´tbo´l ha´ny km van ha´tra e´s, hogy mikor fogunk mege´rkezni a ce´lhoz.
Az utolso´ vizsga´latban azt fogjuk elleno˝rizni, hogy az utolso´ pont parame´terben
megadott ko¨zelse´ge´be e´rtu¨nk-e. Ha igen akkor a me´g nem feldolgozott u´tvonal pon-
tokat hozza´adjuk az u´tvonal to¨rte´nethez. Ezuta´n eseme´nyt ku¨ldu¨nk, hogy az u´tvonal
to¨rte´net itt befejezo˝do¨tt.
3.2.2. App modul
Az src/main/AndroidManifest.xml fa´jl lesz az Android modul konfigura´cio´s fa´jlja.
Ebben a fa´jlban hata´rozzuk meg, hogy a felhaszna´lo´nak milyen engede´lyeket kell
megadnia az alkalmaza´snak, hogy az mu˝ko¨dhessen. Ebben a fa´jlban tova´bba´ defi-
nia´lunk ke´t Activity-t. Az Androidos alkalmaza´sok ilyen activityk-bo˝l a´llnak, ezek
jelennek meg.
A megjelen´ıte´shez tartozo´ Java oszta´lyokat a src/main/java, a megjelen´ıte´st le´ıro´
XML oszta´lyokat az src/main/res/layout ko¨nyvta´r alatt tala´ljuk. Ebben a resource
mappa´ban me´g to¨bb az alkalmaza´s megjelen´ıte´se´hez szu¨kse´ges fa´jl tala´lhato´, mint
pe´lda´ul ke´pek, illetve statikus szo¨vegek (src/main/res/values/strings.xml).
Az Android keretrendszerbo˝l sza´rmaztatott megjelen´ıto˝ oszta´lyoknak (Activity,
Fragment) a ko¨vetkezo˝ meto´dusai vannak, amiket a legto¨bb esetben felu¨l kell ı´rnunk.
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• Az onCreate az adott oszta´ly inicializa´la´sakor fut le. Ebben a meto´dusban
vesszu¨k ki az XML objektumbo´l a megjelen´ıtendo˝ objektumokat e´s ta´rs´ıtjuk
hozza´ egy Java objektumhoz. Itt fu˝zzu¨k hozza´ a megjelen´ıtett gombokra az
onClickListener meto´dust, ami akkor fog lefutni, amikor az adott gombra
ra´tapint a felhaszna´lo´.
• Az onResume fu¨ggve´ny fut le, amikor egy view oszta´ly beto¨lto˝dik az alkal-
maza´sba. Ebben azokra az eseme´nyekre iratkozunk fel, amelyikre az oszta´lyban
figyelni kell.
• Az onPause fu¨ggve´ny akkor fut le, amikor egy view oszta´ly a ha´tte´rbe
keru¨l e´s nem la´thato´ az alkalmaza´sban. Ekkor ideiglenesen leiratkozunk
az eseme´nyekro˝l, mert ha nincs elo˝te´rben a felu¨let, nem szu¨kse´ges, hogy
mu˝veleteket ve´gezzen.
SplashActivity
Az elso˝ activity-nk a SplashActivity, ami az alkalmaza´s beto¨lte´se´re, jogosultsa´gok
elleno˝rze´se´re szolga´l. Ebben az oszta´lyban fogunk futa´si ido˝ben engede´lyt ke´rni a fel-
haszna´lo´to´l a Manifestben megjelo¨lt engede´lyekre. Ezt az engede´lyke´re´st az askFor-
Permissions meto´dus fogja csina´lni. Amikor a felhaszna´lo´ megadja az engede´lyeket,
az onRequestPermissionsResult callback meto´dusba e´rkezik be a va´lasz. Ha minden
engede´lyt megadott a felhaszna´lo´ beto¨ltju¨k a MainActivity-t, ha pedig valamilyen
engede´lyt nem adott meg egy Error dialog ablakot nyitunk meg neki.
MainActivity
Az alkalmaza´s fo˝ megjelen´ıte´se´t aMainActivity ve´gzi. Ezt az activity-t le´ıro´ XML
fa´jl az activity main.xml. Ebben az XML fa´jlban lesz definia´lva az alkalmaza´s ol-
dalso´ menu¨je, ami NavigationView t´ıpusu´ lesz. Ko¨zvetetten itt fogjuk beilleszteni a
content main.xml tartalma´t is az activity megjelen´ıte´se´hez. Ezek a le´ıro´ fa´jlok adja´k
az ege´sz alkalmaza´s megjelen´ıte´se´hez a keretet e´s minden tova´bbi re´szletes tartalom
pedig egy Fragment oszta´lybo´l fog sza´rmazni, amit a keretben definia´lt fragment
konte´ner layout-ba fogunk beilleszteni.
Ez az oszta´ly lesz az alkalmaza´sban a kontroller. A ku¨lo¨nbo¨zo˝ felu¨letek tova´bbi
oszta´lyokban lesznek megvalo´s´ıtva, e´s ha a modellt szeretne´k ele´rni akkor ezen az
activity oszta´lyon keresztu¨l tudnak beh´ıvni a BikeService modell oszta´lyba.
A MainActivity-be le´tre fogunk hozni egy BroadcastReceiver t´ıpusu´ adat-
tagot. Ezen az adattagon keresztu¨l fogunk feliratkozni az eseme´nyekre. Ha
egy olyan intent-et e´rze´kel az alkalmaza´s, amit hozza´adtunk a szu˝ro˝ho¨z
az onResume meto´dusban akkor beesik ennek az adattagnak az onRe-
cive fu¨ggve´nye´be. A ko¨vetkezo˝ eseme´nyekre fogunk feliratkozni a MainAc-
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tivityben: ACTION USER UPDATED, ACTION NEW USER LOGIN, ACTI-
ON USER LOGOUT, ACTION NEW TRIP HISTORY SELECTED. Ezeknek az
eseme´nyeknek a hata´sa´ra friss´ıtju¨k a felu¨let megfelelo˝ megjelen´ıto˝ elemeit.
Ebben az oszta´lyban tala´lhato´ a NavigationView -nak az implementa´cio´ja is.
Azon tu´l hogy a layout xml-ben le´trehoztuk a megjelen´ıtendo˝ elemet az src/ma-
in/res/menu/activity main drawer.xml fa´jlban felvesszu¨k a menu¨pontokat. Ha egy
menu¨pontot kiva´laszt a felhaszna´lo´ akkor az onNavigationItemSelected meto´dusba
fog e´rkezni a program. Ebben a meto´dusban ela´gaza´ssokkal lekezelju¨k, hogy melyik
menu¨pontot va´lasztotta majd elve´gezzu¨k a megfelelo˝ mu˝veletet. Legto¨bbszo¨r ez az-
zal ja´r, hogy kicsere´lju¨k a fragment konte´nerben az aktua´lis fragment-et. Egy pe´lda
arra, hogyan tudjuk a map fragment-et beto¨lteni:
getSupportFragmentManager().beginTransaction()
.replace(R.id.fragment_container, mMapFragment)
.addToBackStack(null)
.commit();
Ez az oszta´ly implementa´lja az egyes fragmentek InteractionListener interface-
eit. Ha valamelyik fragment megh´ıvja a listener meto´dusa´t az ebben az activity
oszta´lyban leimplementa´lt meto´dust fogja h´ıvni.
Fragment megjelen´ıto˝ oszta´lyok
A SavedPlacesListView fogja megjelen´ıteni az elmentett helyeket egy lista
ne´zetben. Ehhez a megjelen´ıte´shez ke´t le´ıro´ XML tartozik a lista megjelen´ıte´se (frag-
ment saved places list.xml) e´s a lista´ban megjeleno˝ egyes elemek megjelen´ıte´se (sav-
ed place row layout). Az elemeket a lista´ban a modellbo˝l fogjuk venni. Az elemeke´rt
felelo˝s oszta´ly a CustomListAdapter lesz. Ebben az oszta´lyban a´ll´ıtjuk o¨ssze egy
elemnek a megjelen´ıte´se´t.
A TripHistoryListView e´s TripHistoryCustomListAdapter hasonlo´an fog
mu˝ko¨dni mint az elo˝zo˝ elmentett helyek megjelen´ıte´se. Az u´tvonal to¨rte´net meg-
jelen´ıte´se´hez fog tartozni egy plusz TripHistoryMapFragment. Ezt a te´rke´p megje-
len´ıte´st a lista onItemClick listener meto´dusa´n keresztu¨l to¨ltju¨k be. Ez a meto´dus
egy eseme´nyt fog kiva´ltani, amit a MainActivityben lekezelu¨nk.
A LoginFragment-hez e´s RegistrationFragment-hez tartozo´ XML-ek a
fragment login e´s a fragment registration. Mu˝ko¨de´su¨k nagyon hasonlo´. Mind ke´t
oszta´lyban, a felhaszna´lo´ a´ltal megadott inputokat adjuk a´t a MainActivity-n ke-
resztu¨l a modellnek, ami egy webservice h´ıva´st fog ind´ıtani.
A MapFragment oszta´lyban valo´s´ıtjuk meg a te´rke´pes megjelene´st.
Ezt az OSMDroid e´s OSMDroidBonusPack nevu˝ ko¨nyvta´rak seg´ıtse´ge´vel
fogjuk tudni megvalo´s´ıtani. Az oszta´lyhoz tartozo´ XML fa´jlok a ko¨vet-
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kezo˝ek: fragment map, fargment favouritedialog, fragment favouritenamedialog, frag-
ment navigation on row layout, route details row layout, sliding up panel content,
sliding up panel header.
A felu¨letre elhelyezu¨nk egy SlidingUpPanel t´ıpusu´ elemet. Erre az elemre he-
lyezzu¨k el az addToFavouriteButton-t e´s a routeHereButton -t. Az uto´bbi a GPS
mo´d be-e´s kikapcsola´sa´e´rt lesz felelo˝s. A GPS mo´dot ki e´s bekapcsolo´ fu¨ggve´nyek a
setGpsModeOn e´s a setGpsModeOff, az elso˝ gomb pedig a FavouriteDialog ablakot
fogja megnyitni, amiben a kedvenc helyek funkcio´i vannak leimplementa´lva.
Az oszta´ly legfontosabb adattagja a MapView, ami maga a te´rke´p lesz. Az
oszta´ly onCreate meto´dusa´ban megh´ıvjuk az initMapView fu¨ggve´nyu¨nket. Ebben a
fu¨ggve´nyben konfigura´ljuk be a te´rke´p elemet. Bea´ll´ıtjuk a ko¨zel´ıte´si parame´tereket
e´s a te´rke´p kine´zete´t. Hozza´rendelju¨k a te´rke´p hosszu´ tapinta´sa eseme´nyhez (long-
PressHelper) a newGeoPointSelected meto´dust. Ennek a meto´dusnak a parame´tere
az a GeoPoint lesz, ahova a felhaszna´lo´ tapintott. Ezt a GeoPointot a GeoCoder ob-
jektum seg´ıtse´ge´vel visszafejtju¨k e´s a Google Api seg´ıte´se´ge´vel megkeressu¨k a hozza´
tartozo´ Address objektumot.
Ugyanezt a meto´dust fogja haszna´lni az ACTION NEW DESTINATION intent-
hez tartozo´ meto´dus is. Ebben az intent-ben extra parame´terke´nt megkapjuk a
menu¨ autocomplete kereso˝je a´ltal visszaadott GooglePlaceId stringet. Ehhez az id-
hoz a GoogleDataApi seg´ıtse´ge´vel meg kell keresu¨nk a helyet, ami hozza´ tartozik.
Sajnos ez a hely nem egybo˝l Address hanem Place t´ıpusu´ lesz. Ebbo˝l a place-bo˝l
kinyerju¨k a GeoPoint-ot e´s ezzel fogjuk h´ıvni a newGeoPointSelected meto´dusunkat.
Az initMyLocationProvider -ben hozza´kapcsoljuk a modellbo˝l sza´rmazo´ helymeg-
hata´rozo´ oszta´lyunkat a te´rke´p elemhez. Hozza´kapcsola´s uta´n ezt az overlay-t elhe-
lyezzu¨k a te´rke´pen e´s innento˝l automatikusan fogja kijelezni a te´rke´p a jelenlegi
poz´ıcio´nkat.
Az updateSelectedLocationInformations, putDestinationMarker, updateRouteIn-
formations, drawRoute, updateSelectedLocationInformationRouteDetails meto´dusok
a te´rke´pen megjeleno˝ informa´cio´k folyamatos friss´ıte´se´hez szolga´lo´ fu¨ggve´nyek.
A getRoute meto´dus fogja megh´ıvni a GetRouteAsync folyamatunkat, ami az
u´tvonal leke´rdeze´se´e´rt lesz felelo˝s. Ennek a meto´dusnak bemeno˝ parame´tere a ce´l
a´lloma´s poz´ıcio´ja. Ezt a poz´ıcio´t e´s a modellben ta´rolt jelenlegi poz´ıcio´nkat a´tadjuk
a GetRouteAsync folyamatnak e´s elind´ıtjuk ezt az aszinkron folyamatot. Ha nincs
jelenlegi poz´ıcio´nk, mert a telefon me´g nem tala´lta meg azt akkor addig hibau¨zenetet
ı´runk ki a felu¨letre.
A GetRouteAsync az AsynTask oszta´lybo´l fog sza´rmazni, hogy aszinkron
tudjon futni. A doInBackground meto´dusa´ban fogjuk megvalo´s´ıtani az u´tvonal
leke´rdeze´se´t. Az u´tvonalat a GrapHopper publikus szolga´ltato´to´l fogjuk leke´rdezni.
A leke´rdeze´shez bea´ll´ıtjuk az option-be hogy bicikli u´tvonalakat szeretne´nk, e´s
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a´tadjuk a mi poz´ıcio´nkat e´s a ce´l poz´ıcio´t a ke´re´snek. Ha a ke´re´s sikeres volt elta´roljuk
a modellben az u´tvonalat e´s eseme´nyt ku¨ldu¨nk ro´la, hogy van u´j u´tvonal.
47
4. Ford´ıta´s
4.1. Szerver alkalmaza´s
A szerver alkalmaza´s ford´ıta´sa´hoz maven szu¨kse´ges. Annak e´rdeke´ben, hogy
ba´rhonnan lehessen ford´ıtani a szervert egy maven wrapper futtathato´ a´lloma´nyt
helyeztem el a szerver gyo¨ke´r ko¨nyvta´ra´ba, ez az mvnw.cmd fa´jl. A ford´ıta´st egy
shell ablakban a ko¨vetkezo˝ paranccsal tudjuk megtenni:
./mvnw package
A package maven task elfogja ve´gezni a java oszta´lyok ford´ıta´sa´t, a Unit tesztek
lefuttata´sa´t e´s a ve´ge´n egy Jar futtathato´ a´lloma´nyt ke´sz´ıt az alkalmaza´sbo´l. A
ford´ıta´s ko¨zben le´trejo¨tt fa´jlokat e´s a futtathato´ fa´jlt a target mappa´ban tala´ljuk.
A maven sza´ma´ra internetele´re´st kell biztos´ıtanunk, hogy a megfelelo˝
fu¨ggo˝se´geket letudja to¨lteni a ford´ıta´shoz. I´gy sajnos offline ko¨rnyezetben nem
ford´ıthato´ az alkalmaza´s.
Az elke´szu¨lt szerver alkalmaza´st ele´rheto˝ve´ tettem a
https://bikeup.herokuapp.com/ c´ımen, ke´so˝bbiekben az android alkalmaza´sban ezt
a c´ımet konfigura´ltam be. Ezen a c´ımen keresztu¨l leteszteltem a HTTPS protokoll
mu˝ko¨de´se´t is.
4.2. Android alkalmaza´s
Az Android alkalmaza´s ford´ıta´sa´hoz gradle program szu¨kse´ges. A szerverhez ha-
sonlo´an a projekt mappa´ja´ban itt is elhelyeztem egy gradle wrapper fa´jlt a grad-
lew.cmd -t. Fontos, hogy mielo˝tt leford´ıtjuk az alkalmaza´st e´s publika´ljuk a RestA-
piEndPoints oszta´lyban a megfelelo˝ szerver ele´rheto˝se´get megadjuk. Ezt a baseURL
va´ltozo´ megfelelo˝ mo´dos´ıta´sa´val tudjuk megtenni. A ford´ıta´st a ko¨vetkezo˝ paranccsal
ind´ıthatjuk el:
./gradlew build
Ez a gradle task elo˝szo¨r lefogja to¨lteni a dependency-ket majd leford´ıtja a Java
oszta´lyokat e´s a ve´ge´n Android eszko¨zre telep´ıtheto˝ .apk kiterjeszte´su˝ fa´jlokat ke´sz´ıt.
A release e´s a debug apk-t az app/build/outputs/apk mappa´ba fogjuk megtala´lni.
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5. Tesztele´s
5.1. Szerver alkalmaza´s
A szerver alkalmaza´s mu˝ko¨de´se´t Unit tesztekkel fogjuk leelleno˝rizni. A teszteket az
src/test/java mappa´ba fogjuk elhelyezni. Az alkalmaza´s re´tegei szerint a teszteket
is ha´rom csomagba osztjuk, a controller, a repository e´s a service csomagba.
A teszteket egy parancsablakbo´l ko¨vetkezo˝ paranccsal tudjuk futtatni a szerver
gyo¨ke´r ko¨nyvta´ra´bo´l:
./mvnw test
Erre a parancsra az alkalmaza´sban tala´lhato´ 40 unit teszt fog lefutni.
A teszt oszta´lyainkban ke´t fajta meto´dust fogunk megku¨lo¨nbo¨ztetni egyma´sto´l.
A @Before annota´cio´val ella´tott fu¨ggve´nyek azok a meto´dusok lesznek, amik
oszta´lyonke´nt a Unit testek elo˝tt lefutnak. Ezekben a meto´dusokban fogjuk ini-
cializa´lni az adatokat, amiken a teszteket fogjuk ve´gezni.
A ma´sik a @Test annota´cio´val ella´tott meto´dusok lesznek. Ezek lesznek a unit
tesztjeink, amin belu¨l assert-eket fogunk haszna´lni a tesztele´shez.
Egyes tesztekne´l szu¨kse´gu¨nk lesz ma´s re´tegek mu˝ko¨de´se´re is. Ezekhez a mocki-
to [4] ko¨nyvta´rat fogjuk haszna´lni. Mock-ola´snak nevezzu¨k azt a technika´t, amikor
megmondjuk, hogy egy adott fu¨ggve´nynek az adott parame´terre mit kell visszaad-
nia. Ezt a technika´t olyankor alkalmazzuk, amikor egy fu¨ggve´nyt szeretne´nk unit
tesztelni e´s az a fu¨ggve´ny egy ma´sik fu¨ggve´nyt h´ıv.
Repository oszta´lyok tesztele´se´ne´l azt kell letesztelnu¨nk, hogy ha az
adatba´zisban van adat akkor azt a repository-jaink helyesen e´s hia´nytalanul vissza-
adja´k a megadott entity object-ben. Ezeket az oszta´lyokat a @DataJpaTest an-
nota´cio´val la´tjuk el, ı´gy jelezzu¨k, hogy az adatba´zis re´teget fogjuk tesztelni. Ez aze´rt
lesz ku¨lo¨no¨sen fontos, mert a teszt sora´n elmentett adatok e´s adat mo´dos´ıta´sok nem
szeretne´nk, hogy az e´les adatba´zison megla´tszo´djanak. Ezzel az annota´cio´val egy
teszt adatba´zis fog le´trejo¨nni ezekhez az oszta´lyokhoz.
A UserRepositoryTest oszta´lynak a setup meto´dusa´ban felveszu¨nk ke´t teszt
felhaszna´lo´t akiknek bea´ll´ıtjuk az adatait. Az elso˝ tesztjeink a felhaszna´lo´ leke´rde´se´re
fognak vonatkozni. A whenFindByUsernameThenReturnUser teszt arra fog vonat-
kozni, amikor le´tezik a User az adatba´zisban, a whenFindByUsernameThenReturn-
Null pedig, amikor nem.
A whenUsernameNotUnique tesztesetben azt fogjuk tesztelni, hogy az
adatba´zis megengedi-e, hogy ke´t ugyanolyan felhaszna´lo´nevet elmentsu¨nk. Eh-
hez a balazs2 felhaszna´lo´nevet megpro´ba´ljuk elmenteni u´jra az adatba´zisba.
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Mivel most arra sza´mı´tunk, hogy ezt nem engedi meg az adatba´zis, eze´rt
a @Test(expected=DataIntegrityViolationException.class) annota´cio´ban megadtuk
parame´terben, hogy milyen kive´telre sza´mı´tunk.
A FavouritePlaceRepositoryTest oszta´lyban a setup meto´dus uta´n ke´t
tesztet ı´rtunk meg. Mindke´t tesztu¨nk az a´ltalunk definia´lt findBy meto´dusokat
tesztelik, hogy valo´ban azokat az adatokat kapjuk meg, amiro˝l a leke´rdeze´sek
szo´lnak (whenFindByUsernameThenReturnFavouritePlace, whenFindByUsername-
AndNameThenReturnFavouritePlace).
A TripHistoryRepositoryTest-ben az u´tvonal to¨rte´netek esete´n le fogjuk
tesztelni, hogy a leke´rdeze´skor visszakapott entita´sok megfelelo˝en tartalmazza´k-e
a hozza´juk tartozo´ entita´st is. Konkre´t pe´lda erre a whenFindTripHistoryListByU-
serTest1GeoPointList ahol a GeoPoint lista´t fogjuk elleno˝rizni.
A PlaceLocationRepositoryTest oszta´lyban arra la´thatunk pe´lda´t, hogy mi-
uta´n elmentettu¨nk az adatba´zisba egy objektumot az valo´ban elmente´sre keru¨lt e´s
vissza is tudjuk ke´rdezni whenSaveAndFlush.
Service oszta´lyok tesztele´sekor ma´r alkalmazni fogjuk a mock-ola´s technika´t.
Adattagok ko¨zo¨tt fogunk tala´lni egy @TestConfiguration annota´cio´val ella´tott static
oszta´lyt, ami maga´t a service oszta´lyt mint bean fogja definia´lni. Ezek uta´n be in-
jecta´ljuk a service bean-t a testbe. @MockBean annota´cio´val felvesszu¨k az adattagok
ko¨ze´ a service-hez tartozo´ repository oszta´lyt is. Ezeknek a mock-olt oszta´lyoknak
meg kell mondanunk, hogy a meto´dusaik milyen bemeno˝ parame´terre milyen e´rte´kkel
te´rjenek vissza.
AUserServiceTest oszta´lyban a userRepository oszta´lyt fogjuk mock-olni. Eb-
ben az oszta´lyban letesztelju¨k, a felhaszna´lo´ leke´rdeze´se´t, amihez elo˝re megmondjuk
a repository oszta´lynak, hogy milyen felhaszna´lo´t adjon vissza. Az u´j felhaszna´lo´
le´trehoza´sa´ra ke´t tesztu¨nk van. Az egyik, amikor gond ne´lku¨l le´trejo¨n az u´j fel-
haszna´lo´, a ma´sik, amikor ma´r le´tezik a felhaszna´lo´ az adatba´zisban, eze´rt Service-
Exception-t va´runk a service re´tegto˝l.
Controller oszta´lyok tesztele´se´hez ma´r bonyolultabb ko¨rnyeztet kell
o¨sszea´ll´ıtanunk. Az oszta´lyokat ke´t u´j annota´cio´val fogjuk ella´tni az egyik a
@WebMvcTest, aminek seg´ıte´se´ge´vel be tudjuk injecta´lni a MockMvc objektumot.
A ma´sik annota´cio´ a @WithMockUser(username=”balazs”), ami aze´rt szu¨kse´ges,
mert a legto¨bb REST ve´gpont autentika´cio´val van ve´dve. Ezzel az annota´cio´val
megmondjuk, hogy milyen felhaszna´lo´ne´vvel autentika´lva tesztelje a webserviceket.
Ezekben az oszta´lyokban a a service meto´dusokat fogjuk mock-olni, a repository-kat
felesleges mivel a service ma´r mock-olva lesz ı´gy a repository meto´dusait a service
ma´r nem fogja megh´ıvni.
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A post meto´dusok tesztele´se´hez a DTO objektumainkat JSON-ne´ kell
alak´ıtanunk, a webservice h´ıva´sa elo˝tt ehhez a Jackson ko¨nyvta´r ObjectMapper
oszta´lya´t fogjuk haszna´lni.
A UserControllerTest oszta´lyban tala´lunk pe´lda´t mind GET, mind pedig
POST ke´re´sre. Mindke´t esetben a mockMvc perform meto´dusa´t fogjuk megh´ıvni,
aminek a parame´tere´ben megadjuk a tesztelni k´ıva´nt webservice ele´re´si u´tvonala´t
e´s meto´dusa´t. A content meto´dus parame´tere´ben a´tadjuk a postolni k´ıva´nt json
objektumot e´s az andExcept meto´dusban elleno˝rizzu¨k a va´laszokat.
Az andExpect-ben elo˝szo¨r a sta´tusz ko´dot fogjuk elleno˝rizni, hogy jo´l adta-e
vissza a webservice, hiba esete´n hiba´t jelzo˝ sta´tusz ko´dot adott-e. Tova´bbiakban
a jsonPath fu¨ggve´ny seg´ıtse´ge´vel elleno˝rizzu¨k a va´lasz JSON tartalma´t. Ennek a
fu¨ggve´nynek elso˝ parame´tere a JSON objektum adattagja a ma´sodik pedig a va´rt
e´rte´k. Ha a json objektumban egy to¨mbo¨t va´runk annak is ki tudjuk szedni az egyes
e´rte´keit. Ezekre egy-egy pe´lda:
.andExpect(jsonPath("$.username", is("test1")))
.andExpect(jsonPath("$.favouritePlaces[0].placeLocation.lng", ←↩
is(2.0D)))
5.2. Android alkalmaza´s
Az Android alkalmaza´s esete´ben felu¨leti tesztele´s szu¨kse´ges. Ehhez ke´zzel teszteltem
ve´gig az egyes funkcio´kat. Sorrendben a ko¨vetkezo˝ket vizsga´ltam meg:
Jogosultsa´g vizsga´lat:
• Az alkalmaza´s elso˝ ind´ıta´sakor megjelenik az engede´lyke´ro˝ ablak.
• Ha elfogadjuk az engede´lyeket akkor beto¨lt a te´rke´p. Ha nem fogadjuk el o˝ket
akkor a figyelmezteto˝ ablak jo¨n be.
• Ha az Android bea´ll´ıta´sokban ke´zzel letiltjuk a megadott engede´lyeket akkor
az alkalmaza´s ko¨vetkezo˝ ind´ıta´sakor u´jra feljo¨n az engede´lyke´ro˝ ablak.
U´tvonalterveze´s:
• Az alkalmaza´sban, ha nincs megadva otthoni c´ım akkor a Home menu¨re ta-
pintva figyelmezteto˝ szo¨veg jo¨n be, hogy ez nincs megadva. A munkahelyi c´ım
esete´n hasonlo´an mu˝ko¨dik az alkalmaza´s.
• Hosszan tapintottam a te´rke´pen egy pontra, e´s azt megjelo¨lte az alkalmaza´s
egy ce´la´lloma´ske´nt.
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• Ha volt GPS koordina´ta´m akkor u´tvonalat tervezett oda az alkalmaza´s egybo˝l,
ha nem volt akkor pedig ki´ırta, hogy nem tud u´tvonalat tervezni poz´ıcio´ ne´lku¨l.
• A kiva´lasztott c´ımne´l az also´ dobozban megjelent a c´ımnek az adatai.
• Ha felhu´ztam ezt az informa´cio´s dobozt akkor megjelent a re´szletes u´tvonal
terv a c´ımhez.
Menu¨ tesztele´se:
• Az informa´cio´s dobozban a Favoruite feliratra kattintva megjelent, a dialog
ablak, amiben az Add as Home-ra kattintva hozza´adta az otthoni c´ımemhez.
• U´jra hosszan tapintottam egy ma´sik pontra a te´rke´pen e´s hozza´adtam mun-
kahelyi c´ımke´nt.
• A menu¨bo˝l u´tvonalat terveztem felva´ltva a ke´t c´ımhez e´s folyamatosan el-
leno˝riztem, hogy a re´szletes u´tvonal ki´ıra´s va´ltozik.
• Ha megvan adva otthoni vagy munkahelyi c´ım, akkor a menu¨pont kiva´laszta´sa
uta´n a te´rke´pen a megadott c´ımre ugrunk. Ha van GPS koordina´ta egybo˝l meg-
tervezzu¨k az u´tvonalat is. Ha nincs GPS koordina´ta jelezzu¨k a felhaszna´lo´nak,
hogy nincs.
• Anonim felhaszna´lo´ke´nt az u´tvonal to¨rte´net e´s elmentett helyek menu¨pont
megnyita´sa esete´n figyelmezteto˝ szo¨veg jelenik meg, hogy bejelentkeze´s uta´n
e´rheto˝ el ez a funkcio´.
• A menu¨bo˝l a login gombra tapintva a bejelentkezo˝ felu¨let jo¨n be. Ezen a felu¨le-
ten helyes adatok megada´sa´val az alkalmaza´s bejelentkeztet minket e´s a´tva´lt
a te´rke´pes felu¨letre. Helytelen adatok megada´sakor az alkalmaza´s ezt jelzi.
• Bejelentkezett felhaszna´lo´ke´nt, ha u´jra ind´ıtjuk az alkalmaza´st, az egybo˝l
bele´ptet minket a profilunkba.
• A login felu¨leten a Sign Up gombra tapintva a regisztra´cio´s felu¨let jo¨n be.
Regisztra´cio´:
• A regisztra´cio´s felu¨leten, ha nem to¨lto¨ttem ki minden adatot e´s u´gy pro´ba´ltam
regisztra´lni, figyelmezteto˝ szo¨veget ı´r ki a felu¨let.
• Ha minden adat helyes akkor ki´ırja a felu¨let, hogy sikeru¨lt a regisztra´cio´.
• Ha foglalt felhaszna´lo´ne´vvel pro´ba´ltam regisztra´lni ezt is ki´ırta a felu¨let.
Bejelentkeze´s e´s kijelentkeze´s:
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• A bejelentkezo˝ felu¨leten helytelen adatokat megadva hiba´t ı´r ki az alkalmaza´s.
• Helyes adatok megada´sa uta´n a´tira´ny´ıt a te´rke´p felu¨letre.
• Bejelentkeze´s uta´n ha u´jraind´ıtom az alkalmaza´st az automatikusan bele´ptet.
• Bejelentkezett felhaszna´lo´ke´nt ele´rheto˝ az u´tvonal to¨rte´net e´s elmentett helyek
menu¨pont.
• Kijelentkeze´skor az alkalmaza´s to¨ro¨l minden adatot, u´jra ind´ıta´skor nem le´ptet
be automatikusan.
Kedvenc helyek:
• U´jra bejelentkeztem az alkalmaza´sba.
• Kiva´lasztottam egy helyet a te´rke´pen e´s a kedvenc dialogba az Add as Fa-
vourite-re tapintottam. Megjelent a dialog, ahol be´ırtam a hely neve´t: ELTE
IK.
• A menu¨ben elnaviga´ltam az elmentett helyekhez ahol kilista´zta az otthoni,
munkahelyi c´ımet e´s az ELTE IK nevu˝ kedvenc helyet.
• A to¨rle´s ikonra kattintva to¨ro¨lni lehet elmentett helyet. Az alkalmaza´st
u´jraind´ıtva se jelennek meg u´jra a lista´ban.
U´tvonal to¨rte´net:
• Ennek a funkcio´nak a tesztele´se´t a Lockito nevu˝ Android alkalmaza´s
seg´ıtse´ge´vel ve´geztem. Miuta´n leto¨lto¨ttem ezt az alkalmaza´st az Android
fejleszto˝i bea´ll´ıta´sok alatt megadtam helyimita´lo´ alkalmaza´snak. Az alkal-
maza´son belu¨l le´trehoztam egy u´tvonalat, amit mock-olni fog az alkalmaza´som
sza´ma´ra.
• A megtervezett u´tvonal ve´ge´t kijelo¨ltem a saja´t alkalmaza´somba ce´l
a´lloma´snak majd elind´ıtottam a GPS jelek mock-ola´sa´t.
• Amikor ele´rt a ce´la´lloma´shoz a poz´ıcio´m, az alkalmaza´s ki´ırta hogy az u´tvonal
to¨rte´net mente´se sikeres volt.
• A menu¨bo˝l az u´tvonal to¨rte´net menu¨t kiva´lasztva le elleno˝riztem, hogy el-
mento˝do¨tt-e az u´tvonal.
• Ugyanerre a ce´la´lloma´sra naviga´ltam u´jra, de ezu´ttal egy ma´sik u´tvonalt mock-
oltam meg. Ezen az u´j u´tvonalon a programom to¨bbszo¨r is u´jratervezte az
u´tvonalat.
• Miuta´n elmentette az u´tvonalto¨rte´netet o¨sszehasonl´ıtottam, hogy azt az
u´tvonalat mentette-e el, amit a mock programban bea´ll´ıtottam.
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