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1. INTRODUCTION 
Man-computer symbiosis, as prophesied in 1960 by 
J. C. R. Licklider l, is a  close  coupled  partnership  between 
man  and  computer  in  which  the  respective  abilities of each 
are  used  for  solving  problems  that  cannot  be  thought  through 
completely in advance. This partnership has developed 
sufficiently to merit   an  examination of the  self-fulfilling 
quality of Licklider's  prophesy,  and of the  the  descriptive 
(as opposed to predictive) nature of his prophesy. The self- 
fulfillment of an  optimistic  prophesy is not  difficult to establish,  
given  the  technological  capacity  to  create  the  abilities  required 
of the computer. A more  significant  impetus is the  problem of 
delay  in  program  development - a  -problem  which  the  symbiosis 
would aid  in  alleviating. 
The  descriptive  nature of the definition is considered, 
with  admitted  anthropocentric bias, to  lie  in  the  previous  and 
subsequent  "humanization" of computers  that  has  been  achieved. 
The  development of problem-oriented  languages  represented 
a major  step in this  humanization;  the  symbiosis  we  would  realize 
promises to reduce  further  the  burdens of machine  utilization. 
Reduction in program  development  effort  can  be  achieved, 
through the humanization of the  computer  or,  conversely,  through 
an  apparent  mechanization of the  user.  The  choice to be made is for 
an  effective  liaison  to  provide  the  interaction  conducive to timely 
solution of the  user 's   problems. Of course, the interaction is 
more  readily  useful if it is  provided  at  a  level of problem  definition 
Less demanding of the user. There remains, however, the need 
for  man's  assistance  in  program  development as long  as his capacity 
for  problem  selection  exceeds  the  machine's  capacity to translate 
problems  from  human  descriptions  into  bit  patterns.  Failures of 
t ranslat ion  ar ise   f rom  the  errors   made by the  participants  in  the 
man-machine  dialogue.  The  user  will  make  errors  in  his  presentation 
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of the problem selected. The computer wil l  accept as 
valid  information  the  errors  in  a  "human  version" of the 
problem,  with  the  exception of any  system  designed  to 
accept  just  one problem, and to discard  all   others.  The 
point is  that  the  partnership  should  permit  cooperation  in  all 
phases of problem  solution,  that  the  man-computer  interface 
should  not  become a barrier  to  "keep th'e man  out of the 
machine. 
The  need  for  man's  participation  does  not  deny  the 
value of systems  which  are  interactive at a level of sophistication 
far removed  from  the  inner  workings of the  hardwaEe,  but 
i f  it is recognized  that one of the  symbiotes, i. e. ,   man,  is   able 
to judge  the  contribution  made by tGe other,  then  it is impurtant 
to  preserve  those  aspects  of  the  partnership  which  permit  and 
encourage  that  judgement  to  be  made. 
The  reported  work  consists of an  approach  to  one  such 
system,  including a design  for  an  on-line  assembly  language 
programming  system, a partial  implementation of this system 
and some suggested useful applications. The user programs 
the UNrVAC 1108 by light-pen  selections  at  the IDIIOM display. 
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2. PROBLEM AND APPROACH 
The  on-line  programming  system was  specified  for  development 
of UNIVAC 1108 software at Goddard Space Flight Center. The hardware 
utilized  includes  the IDIIOM display  system  interfaced  with  the 1108. A 
wide spectrum of user  aids  in  existing  systems  appropriate  for  software 
development has been considered in t h 2 s  research effort and an 1108 
equivalent of a system  previously  developed  by WOLF has  been  adopted 
to  provide an empirical  basis  for  future  development. 
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2. 1 Language 
The  choice of assembly  language as the  primary  mode of user  
input is regarded as being  reasonable  in  view of the  breadth of application 
and  the c o s t s  associated  with  development of assembly  language 
programs. Future development can proceed f r o m  a level common to 
all executed  programs  with  minimal  mapping from machine to assembly 
language. The considerations of this  research  are  concerned  with a 
method of presenting  the  machine/program  state to the  user. 
! 
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2.2 Approach 
The  approach  for  the  reported  effort  includes  the  consideration 
of techniques  for: 
(1) Programming non-display systems 
(2) System configuration display 
(3) Problem state display 
(4) User operators for programming 
(5) Application of separable  phases of processing  to 
user  requirements,  e. g. , training  and  debugging 
of existing  programs. 
2.3 Study 
The  language  employed  in  man-computer  interaction  must  meet 
the  requirements of: 
(1) interpretability by the "r eceiver" 
(2) vocabulary sufficient for the information to be 
communicated  by  the  "sender ' I  
The  implementation of problem - oriented  languages  has  met  these  require- 
ments  for  man as the  sender  and  the  computer as receiver.  A variety of 
"trace" facilities exists for computer-to-man communications. The de- 
velopment of tltwo-way'l  languages has evolved  in  heavily  structured 
systems,  structured by the  users  in  hierarchical  languages  or by the 
designers  in  their  selection of the  man-computer  interface. 
The  advantages of a single  bidirectional  language  include  the 
ease of editing  and  debugging  by  the  user. If  the  problem/machine  state  can 
be  presented to the  user  in  the  language  he  employes to construct  his  pro- 
gram,  then  the  user,  in  verification,  does  not  have to duplicate  the  com- 
puter's  actions  in  the  production of results.  This  inverse  translation, i. e. , 
inverse of compilation  and  execution of t+e user  s program is not  technically 
feasible  for a sufficient  range of applications,  and  is  theoretically  impossible 
for  program-to-machine  mappings that a r e  many-to-one. 
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The  bidirectional  nature of an  interactive  language  can  be 
simulated by maintaining  the  structure of the  translation  process  in a 
dependency-tree  skeletal  form,  and  updating  the  affected  skeletal  elements 
as the  program is executed. Such a system  can  be  regarded as bidirection- 
ally  interpretive,  and would require a special  processor  for  each  language 
implemented. 
The  representation of the  program state in  FORTRAN  might  be 
accomplished  by  display of the  values of variables  with  the  source  line  being 
executed. A dynamic display during execution could be incorporated  to  dis- 
play  the  computational  sequence  resulting  from  the  compiler  scan of the 
source line, with stepwise intermediate results provided. A sor t /merge  
system  might  include  display of sequential  files  position,  label,  or  activity 
status information. 
The  suggestion  is  that  the  responses of some  systems  can  be 
translated  into a symbology  consistent  with  or a subset of the  programming 
language employed. 
The  fact  that  the  user  is  programming  the  computer  leads  to 
consideration of two languages for man-computer interaction. A control 
language  for  user  -to-machine  comunication  and a problem/machine  de- 
scriptive  language  for  dynamic  representation of the  machine  to  the  user 
preclude  some  advantages of the  bidirectional  language,  but  the  editing 
facility  implicit  in a bidirectional  language  can be excluded if the  identifi- 
cation of machine-state  errors  with  the  offending  source  controls  can  be 
preserved. To achieve this facility for debugging, an effective language for 
machine  description is needed. 
2.3.1  Programming-Batch  Processed 
- -. 
In p r o g r a m i n g   f o r  a batch  processing  system, a representative 
chronology of program  development is: 
(1) Write the source code from analysis documentation as 
required by problem  complexity - flowcharts  near  the  source- 
code-line  level if  need  be. 
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(2)  Correct  the  errors  in  syntax  detected by the 
processor.  
( 3 )  Perform a post  mortem  dump  to  detect  errors  causing 
the  program  to  terminate  after  printing  the  title  lines  and  input 
data,  and  before  any  additional  output  was  recorded  (and  correct 
the  format  controls  for  the  printed  data.) 
(4) Insert   or  employ  system  trace  indicators to localize the 
abort ive  r rors .  ' 
(5)  Determine  errors  in  program-generated output and verify 
the correspondence of the source code with the documentation 
of (1). 
(6)  Insert  or  employ  system  printout of intermediate  results 
of the  source  code. 
(7)  When test   case  seems  to  run  correctly,   perform  assurance 
te  sting . 
(8) Update all documentation to reflect the changes required. 
(9)  Repeat (4) through (8) as  required by program  performance. 
(10)  Repeat (1) through ( 9 )  as required by modification of program 
specifications. 
This list of exigential  steps  in  program  development is not 
likely  to  vary  with  the rrlode of processing  available,  but  the  presentation 
andtiming of system  response  to  the  programmer's  input  can  materially 
reduce both the  man-hours  and  the  clock-hours  required  for  program 
development. The reduction in man-hours is, in part, a result  of the 
immediacy of system  response  to  the  programmer,  eliminating  much of the 
mental  review  required  after  delays  in  turn-around.  Many  programmers  are no.t 
accustomed  to  inserting  explanatory  comments  for  lines of source  code 
representing  operations  with  self-evident  purposes  intended - self-evident, 
that is, a t  the time the code is written. Further reduction is achieved by 
the  piecemeal  presentation of results which are   easi ly   correlated with  the 
causative  operations  on  occurrence of recognized  errors.  
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2. 3. 2 Dynamic  Machine  Representation 
The  representation on the IDIIOM of the UNIVAC 1108 facilities 
available to the  user,  and of the status of each  system  component,  with 
light  -pen  system-manipulative  facilities is a major  problem  in  design of 
an effective man-computer interface. It will,  however, be necessary 
to  provide  the  appropriate  facilities  available by other  means,  in  addition 
to features  designed  around  the  utilization of display  equipment. 
The  symbology of machine-configuration  diagrams is a useful 
language for depicting the 1108 facilities to the  user.  Appropriate 
windowing techniques  provide  the  means  for  the  user to  select  a par t  of 
the configuration for subsequent detail-level interaction. The system 
components  can  be  displayed  with status indicators  reflecting the current 
activity of virtual or physical files. Control and information transfers 
are  representable,  although  the  incompatibility of t ransfer  time with 
display  time  will  require  time-sampling of the  problem  state  or  scaling of 
apparent  execution  time to  permit  man-computer  interaction on an incremental  
basis. 
A system-oriented  display of the user 's   machine  has  features 
applicable to centralized  monitoring of multi-process  operations. A purely 
textual  monitoring  systerr,  with  operator  interaction is  employed  on  Control 
Data 6400/6500/6600 Computer  Systems?  Tasks  assigned to processor  control 
points are identified,  with  status  indicated, in this text display. 
2. 3. 3 Human  Factors 
Experienqe  utilizing a time-shared  system  indicated  several 
cri t ical   aspects of system  design.  The  terminal was  an ASR unit but 
the application is appropriate to display terminals. Two aspects of 
system  performance  left  much to  be  desired;  the  long-winded  system 
messages  and  the  inconsistency of system  response  time. 
Character-printed  output is subject to user   c r i t i c i sm in most  
systems,  once  the  redundant  or  vacuous  quality of portions of the output is  
recognized. If it can  be  assumed  the  excess is appropriate  in  some 
situations,  then an alternative  and  more  brief  mode  should  be  provided. 
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For display  interfaces,  the  requirement  for  judicious  selection 
of modes  and  messages  for  system  output is imposed by the  physical 
dimensions.of  the  display  and  by  the  dilution of user  receptivity 
caused by over-loaded  visual  presentations. 
Inconsistency in timing of system  responses  has  effects  that 
a re   remarkable  to witness,  and  disturbing  to  experience. In the event 
of an  abrupt  extension of the user's  wait  time,  the  conditioning  brought 
on  by  the  previously  consistent  "rhythm" of user  and  system  actions is 
disrupted.  The  extension in wait  time, when not announced by the 
sys tem,  is  hardest  to bear when the  user is attempting a sequence of 
actions  that   are  similar in the  combined  physical  and  psychological  require- 
ments on the  user.  A variety of user   responses  to the  unannounced  wait 
occurs:  the  action  not  responded to may be repeated;  actions  the  system 
generally  responds to may  be  tried; o r  random  actions  may  be  performed 
to obtain some response. There is a startling resemblance to  kicking 
a vending  machine. 
The  fundamental  system  response  requirement  is to avoid  a 
conflict  between  the  effected  conditioning of the  user  and  the  system's 
adaptation to changes in the  service  queue.  To  meet  this  requirement,  the 
processing system can: 
(1) Announce  the  interruption  before  the  delay is apparent. 
(2) Provide  the  user  with  the  relevant  queue status information. 
(3)  Employ a queueing  algorithm  that  accommodates  the  conditioning 
effect. 
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3. ON-LINE PROGRAMMING SYSTEM (OLPS) 
OLPS is designed to assemble  and  execute UNIVAC 1108 
assembly  language  code  which is input  by  the  programmer  using  the  light 
pen at the IDIIOM display.  Assembly  and  execution  occur on a line-by- 
line  basis,  when  the  required  line-field  definitions  have  been  resolved. 
Source  code,  control  commands  and 1108 system  facil i ty  references  are 
selected  from  displayed  elements  or are generated by characters  sequen- 
tially  selected  from the displayed  "keyboard. I t  
The IDIIOM programmable  buffer  (Varian  Data  620/i)  programs 
transmit  the  raw  data (raster coordinates) of each  light  pen  selection,  with 
display status information, to the 1108 for processing (Figure 3.1). Status 
innformation includes e. g. , indicators  for the functions  allocated to  the 620, 
The 1108 processor  translates  the raster coordinate  pairs, 
applying  the  appropriate  display  status  informztion,  into  executable code. 
The  code  for  an  instruction is then  decoded  for  interpretive  execution  and 
display of the  registers  and  memory  locations of the "virfxal" machine (VM). 
The  displayed  virtual  machine (DVM) is updated,  push-down lists "rolled", 
etc.  The DVM is then  transmitted to  the 620. as indicated  in  Figure 3.1. 
3.1  Display  Format 
The  design of the  display  format is a composite  collection of 
elements from the several phases of programming: coding, assembly, 
execution, tracing, and snapshot dump. The volume of information to  be 
displayed  for  each  element has been  limited  in  order to reduce  the  visual 
input to the  user  - to prevent  an  impression of "clutter" on the  user.  
Within the  elements  displayed,  paging  and  I'roll-up"  techniques 
a r e  employed. Paging of the displayed instruction sets is designed for the 
display of related  machine  instruction  mnemonics.  Virtual  machine  control 
regis ters  are displayed  in  three  "roll-up" lists, one for each  type  (accumu- 
lator, index register, and general-purpose register); memory reference 
locations  ar.e  similarly  displayed.  After  allocation of display areas to  these 
elements  and  additional  selectable  user  inputs,  the  remaining  area  has  been 
allocated to the  program  listing.  Selectable  display  entities  have  been  double- 
spaced fo r  ease of light  pen  picking.  Character  spacing of 73 per  line  has 
been  chosen. 
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FIGURE 3.1 ON-LINE  PROGRAMMING SYSTEM 
10 
3.1. 1 Instruction Groups 
The 1108 mnemonics  have  been  grouped  for  display  according  to 
type. The "basic" set is always displayed for selection. The variable sets 
will be displayed as members  are used by "keyboard" selection. User's 
orientation is preserved by  avoiding  the  display of any  given  mnemonic  (for 
selection)  in  more  than  one  position on the  screen, e. g . ,  the fixed-point 
instruction, AH, will  always  be  displayed,  when  the  fixed-point  group 
appears,  at X=42, Y=126 (raster coordinates). 
The  criteria  for  determining  the  instructions of the  "basic" 
group  are:  
(1) Commonality to most instruction sequences. 
(2) Applicability to more than one of the paged groups. 
( 3 )  Reduction of the  visual  burden on the user.  
Analysis of the  instruction  set  for  page-grouping of (121)  instruc- 
tions  led  to  the  characterization of instructions  according  to  the  types of 
operands which may be assumed. The following types emerged: 
( 1 ) Fixed-point 
( 2 )  Floating-point 
( 3 )  Index  registers 
(4) Ordered sets (test and conditional jump) 
(5)  Bit-dense sets (logical and shift) 
Operand  types  and  instruction  classes  were  used  for  the  determination of 
instruction  groups. 
The  experience  to  be  gained  in  using OLPS will  provide,  per- 
haps, a better selection. Zndividual users  may prefer  a style of 
programming  that  requires  revision of the  approach  undertaken in this 
research. The type-conversion instructions strongly indicate a probabilistic 
selection of the mnemonics to be displayed. Another approach to be con- 
sidered is the  user-determined list, whereby the instructions used would 
be displayed  in  the  available  area. 
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The  instruction  groups are listed  in  sections 3. 1.  1. 1 through 
3.1.1.8.' 'Displaylayouts  ofthese  groups a r e  shown  in  Figures  3.2'through 
3.9.  The operand codes used are: 
S single  word 
D double  word 
I fixed  point 
E floating  point 
B bits 
X Index  r gister 
- + signed 
The  operand  types  listed  are not those t o  which  the  corresponding  instructions 
a r e  limited. Rather, they are  the types used for selection of instructions  to 
be  included  in  the  group.  Groups of sections 3. 1. 1.2  through 3.  1. 1. 5 occupy 
the first two  lines of the  instruction  display  "page";  those of sections 3.1. 1. 6 
through 3. 1. 1. 8 a r e  displayed  in  the  third  (bottom)  line of the "page". 
3.  1. 1. 1 Basic  Instruction  Grouz 
Instruction  Operand  Types R ernar ks 
LA 10 
LNA  1'1 - t SI, + S E ,  SB 
LMA 12 - t SI, t SE 
LNMA 13 + SI, + SE 
LR 23 S 
- 
- 
- - 
Repeat Group, Loop 
Contr ol and MLU 
LMJ 
J 
SA 
SNA 
SMA 
sz 
SR 
SLJ 
JGD 
741 3 X 
7404 
01 S 
02 (LNA) * 
03 (LMA, LNMA) 
05 S 
04 S 
7201 
70 
Linkage 
Sequence Control 
Repeat  Group 
Linkage 
Loop  Control 
* Operands of ( ) apply. 
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* 
* 
* 
* 
* 
* 
* 
* 
* 
* 
* 
* 
* 
* 
* 
* 
* 
* 
* 
* 
* A  * 
* 
* *  
GO T Y P O  ERROR  CONVRT  PAGE STOP 
F L O A T  I F I X  I D I M  S I N  cos ATAN 
L A  L N A  LMA  LNMA  LR LMJ 
SA SNA SMA sz SR S L J  
T Z  T N Z  T P   T N   J Z  JNZ 
( 9 . ) + - * /  
* * * * Y * * * * * * * * * * * * * * *  
RERUN 
A T A N 2  
J 
J G D  
J P  
V W X Y  
SPACE 
* * * *  
* 
* 
* 
* 
H E L P   E N D  R E S  * 
SORT * 
D L   D L N  D L M  * 
D S  D T  E DJZ * 
J N   T E   T N E  * 
* 
* 
* 
* 
* 
* 
* 
* 
* 
* 
* 
Z O 1 2 3 4 5 6 7 8 9 *  * 
* 
* * * * * * * * * * * *  
Figure 3.  2 Basic Group 
Ins t ruc t ion   Operand   Types  
T Z  
TNZ 
T P  
T N  
J Z  
JNZ 
JP 
J N  
TE 
T N E  
D L  
DLN 
DLM 
DS 
D T E  
DJZ  
50 
51 
60 
61 
7400 
740 1 
7402 
7403 
52 
53 
71  13 
71  14 
71  15 
71  12 
71  17 
71  16 
3. 1. 1 .2   Fixed  Point   Instruct ion  Group -. 
Ins t ruc t ion   Operand   Types  
AA  14 + SI  
ANA 1 5  + SI 
AMA  16 t SI 
ANMA  17 + SI  
- 
- 
- 
- 
AU 
ANU 
MI 
MSI 
M F  
DI 
DSF 
D F  
AH 
ANH 
20 
21 
30 
31 
32 
34 
35 
36 
72 04 
7205 
+ SI 
+ SI 
t SI  
7 SI  
+ SI  
t DI 
+ SI 
+ DI 
t Half-words 
- 
- 
- 
- 
- 
- 
- 
- 
- 
I I  
14 
R emar k s  
R e m a r k s  
Resul t :  + DI - 
Resul t :  t DI 
Resul t :  + SI 
- 
- 
Resul t :  t SI 
Pa r t i a l -word   f i xed -  
point   operat ions 
inc luded   for   l ack  of 
a n   a p p r o p r i a t e   c a t e g o r y .  
- 
* 
* 
* 
* GO T Y P O  ERROR  CONVRT  PAGE STOP RERUN 
* FLOAT IFIX ?DIM S I N  cos ATAN ATANZ 
* LA  LNA LMA LNMA LR 1 MJ J 
* SA SNA SMA S Z  SR S l J  JGO 
* T Z  TNZ T P  TN J Z  JNZ J P  
* A A  ANA AMA  ANMA AU ANU SSA 
* AH ANH AT ANT DA DAN DSA 
* 
* 
* 
* 
* 
* 
* 
* 
* 
* A B C D E F G H I J K L M N O P Q R S T ~ J V W X y  * 
* I 9 1 + - * / SPACE 
* * * * * * * * * X * * * * * * * * * * * * * * * *  
HELP  END RES 
SQRT 
DL  DLN DLM 
D S  DT E D J Z  
JN TE T N E  
MI MS I YF 
D I  DS F DF 
2 0 1 2 3 4 5 6 7 8  
* * * * * * * I * *  
* 
* 
* 
* 
* 
* 
* 
* 
* * 
* 
x- 
* 
* 
* 
* 
* 
* 
* 
9 *  * 
* 
* *  
I 
Figure 3. 3 Fixed Point  Group 
I n s t r u c t i o n   O p e r a n d   T y p e s   R e m a r k s  
A T  72 06 t Thi rd -words  
ANT  7207 t T h i r d - w o r d s  
DA 71  10 t DI 
DAN  7111 t DI 
SSA 7304 t SI 
DSA 7305 
- 
- 
- 
- 
- 
- + SI Resu l t :  t DI - 
3. 1. 1. 3 F loa t ing  Poin t  Ins t ruc t ion  Group 
Ins t ruc t ion   Operand   Types  R emar k s  
FA  7600 - t S E  Resu l t :  + SE and  Un-  
n o r m a c z e d   R e s i d u e .  
FAN  7601 t SE I 1  I I  
F M  7602 + S E  
I I  - 
- Resu l t :  t SE a n d  U n -  
n o r m a z z e d  Low  -order .  
S E  
FD  7603 + SE - 
DFA  7610 + D E  
DFAN  7611 + D E  
- 
- 
D F M .  7612 t D E  
DFD  7613 t D E  
LCF  7605  SI, - t SI 
- 
- 
D F P  7615 SI, + DI 
(D  LC F) 
- 
LUF  7604 + SE 
DFU  7614 t D E  
- 
- 
Resu l t :  t SE and Un- 
n o r m a G z e d   R e m a i n d e r  . 
8-bi t   Exponent   and 
Signed   Frac t ion .  
Resu l t :  - + SE 
1 0-bi t   Exponent   and 
D. P. Signed   Frac t ion .  
Resu l t :  + D E  
I n v e r s e  of L C F  
I n v e r s e  of D L C F  
- 
FEL 7616 - + SE Resu l t :  - t D E  
FCL  7617 t D E  
CDU  7607 t SE 
MCDU  7606 t S E  
- 
- 
- 
Resu l t :  + SE 
Resu l t :  ' I +  SI" 
Resu l t :  "t SI" 
- 
- 
Note :  The  convers ions  be tween double-prec is ion  and  s ingle-prec is ion  
f loat ing  point   types   (under   FCL  and FEL) r e s u l t   i n   o p e r a n d   t y p e s  of 
the   g roup;   the   pack   and   unpack   ins t ruc t ions   imply   p receding   and  
succeeding  opera t ions ,  respec t ive ly ,  which  a r e  not  in  the group.  
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* 
* 
* 
* GO 
* F L O A T  
* L A  
* SA 
* T Z  
* L C F  
* L U F  
* 
* 
* 
* 
* 
* 
* 
* 
* 
* A B C D  * 
* 
* * * * *  
T Y P O  
I F I X  
L NA 
S NA 
T N Z  
D F P  
D F U  
E F G H  
* * * *  
ERROR  C NVRT  PAGE  S OP 
I D I M  S I N  cos ATP.N 
LMA  LNMA LR LM J 
SMA sz SR S L J  
TP T N   J Z  J N  Z 
CDlJ F C L  
MCDIJ F E L  
I J K L M N O P Q R S T U  
( * e ) + - * /  
* * * x * * * * * * * * *  
P E R U N   H E L P  
A T A N 2  S O R T  
J D L  
J G D  DS 
J P  JN 
F A   F A N  
D F P   D F A N  
V W X Y Z C l l  
SPACE * * * * * * *  
E N D  
D L  N 
DT E 
T E  
F M  
DFM 
2 3 4 5  
* * * *  
RES 
D L M  
D J Z  
T N E  
FD 
DFD 
6 7 8  
* * x  
* 
* 
* 
* 
* 
* 
* 
* 
* 
* 
* 
* 
* 
* 
* 
* 
* 
* 
* 
9 *  * 
* 
* *  
Figure 3. 4 Floating Point Group 
3. 1. 1.4 Logical and Shift Instruction Group 
Instruction  Operant  Types 
OR 
XOR 
AND 
MLU 
ssc 
DSC 
SSL 
DSL 
LSC 
DLSC 
LSS c 
LDSC 
LSS L 
LDSL 
J PS 
JNS 
J N B  
J B  
T E P  
T O P  
40 
41 
4 2  
4 3  
7 3 0 0  
7 3 0 1  
7 3 0 2  
7 3 0 3  
7 3 0 6  
7 3 0 7  
7 3 1 0  
7 3 1  1 
73  12 
7 3 1 3  
72  02 
7 2 0 3  
7 4 1 0  
7 4 1  1 
44 
4 5  
SB 
SB 
SB 
S B  
SB 
DB 
SB 
DB 
t SI 
+ DI 
S B  
DB 
SB 
DB 
SB, - + S I  
SB, t SI 
SB 
SB 
SB 
SB 
- 
- 
- 
3. 1. 1. 5 Repeat Instruction Group 
Instruction  Operand  Types 
BT 22  S 
S E  62 S 
SNE 63 S 
S L E  64 + S  
SG 65  t s  
sw 66 t s  
SNW 67 t s  
MSE 7 1 0 0  SB 
MSNE 7 1 0 1  SB 
- 
- 
- 
- 
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i 
x- 
* 
* 
* GO TYPO ERROR 
* FLOAT I F I X  I D I M  
* LA L NA LMA 
* .  
* SA SNA SMA 
* TZ TNZ TP 
* OR AND J P S  
* XOR MLU J N S  
* 
* 
* 
* 
* 
* 
* 
* 
* A B C D E F G H I J K  * 
* 
* x - * * + * * * * * * - %  
CONVRT  PAGE STOP R E R U N  
S I N  cos ATAN ATAN2 
LNMA  LR LMJ J 
sz SR S L J  JGD 
T N   J Z  J N  Z J P  
LSSC LSSL LSC TED 
LDSC LDSL  DLSC TOP 
L M N O P Q R S T U V W X Y  
( 9 1 + - * / SPACE * * * * * - % * * * * * * * *  
HELP 
SQRT 
D L  
D S  
JN 
ssc 
DSC 
Z O 1  
* *  
END 
DLN 
DT E 
TE 
S S L  
OS L 
2 3 4 5  
* * * *  
* * * 
R E S  * * * 
* 
DLM * 
DJ7. * 
TNE * 
JNB )(. 
J B  * 
* 
* 
* 
* 
* 
* 
* 
6 7 8 9 *  * 
* 
* * * * *  
1 
1 
Figure 3. 5 Logical  and  Shift Group 
I 
! 
I iu 0 
I 
I 
* * 
* 
* GO TYPO ERROR CONVRT  PAGE  STOP 
* FLOAT I F I X   I D I M   S I N  cos ATAN 
* LA L NA LMA LNMA LR LMJ 
* SA SNA SMA S Z  SR S L J  
* TZ  TNZ  TP  TN J Z  J N  Z 
* BT  SLE SG sw 
* MASL MASG MSLE MSG MSW 
* 
* 
* 
* 
* 
* 
* 
* 
* 
* A R C D E F G H I J K L M N O P Q R S T U  
* ( P o ) + - * /  
* 
* * * * * * * * * * * * * * * * * * - x + * ? +  
RERUN 
ATAN2 
J 
JGD 
J P  
SN W 
MSNW 
V W X Y  
SPACE - % . E * *  
HELP  END 
SQRT 
DL   DL  N 
DS DT E 
JN T E  
S E  
MSE 
2 0 1 2 3 4 5  
* * * * * *  
* * 
* 
RES * * 
* 
* 
DLM * 
D J Z  * 
TNE * 
SNE * 
MSNE * 
* 
* 
.K 
* 
* 
* 
* 
6 7 8 ? *  * 
* 
* * * ? & *  
I 
! 
I 
I 
Figure 3 . 6  Repeat Group 
""" _. ". , .  """". 
Instruction  OperandTypes 
MSLE 7102 SB", ordered 
MSG 7103 "-1-  SB", ordered 
MSW 7104 "4- SB", ordered 
MSNW 7105 'It -SB", ordered 
MASL 7106 SB, ordered 
MASG 7107 SB, ordered 
- 
- 
3. 1. 1. 6 Index  Instruction  Group 
Instruction 
LX 27 
LXI 46 
LXM 26 
sx 06 
AX 24 
ANX 25 
TLEM 47 
JMGI 7412 
3. 1. 1. 7 Jump Instruction  Group 
Instruction 
J K  7404 
HKJ 7405 
AAIJ 7407 
J O  7414 
JNO 7415 
J C  741 6 
J N C  7417 
JIC 7502 
JOC 7506 
JFC 7512 
.* 
* 
* 
* 
* 
* 
* 
* 
* 
* 
* 
* 
* 
* 
* 
* 
* 
* * 
* A  * 
* 
* Y  
GO TYPO 
FLOAT I F I X  
L A  LNA 
SA SNA 
TZ TNZ 
LX L X I  
B C D E F G  
* * * * * *  
ERROR 
I D I M  
LMA 
SMA 
TP 
LXM 
H I J K  
* * * *  
CONVRT  PAGE  STOP 
S I N  cos ATAN 
LNMA LR LMJ 
sz  SR S L J  
T N   J Z  JN z 
TLEM  JMGI 
L M N O P O R S T U  
( * e ) + - * /  * * * . E * * * * * *  
RERUN 
ATAN2 
J 
JGD 
J P  
AX 
V W X Y  
SPACE * * * *  
HELP 
SQRT 
D L  
DS 
JN 
ANX 
2 0 1  
* * *  
* 
* 
* 
END RES * * 
* 
9 
DLN DLM * 
DT E DJZ .* 
TF: TNE * 
* 
* 
* 
* 
* 
* 
* 
sx * 
2 3 4 5 6 7 8 9 *  
* 
hy 
x- 
* * * * * * * * *  
I 
Figure 3.  7 Index Group 
* 
* 
* 
* 
* 
* 
* 
* 
* 
* 
* 
* 
* 
* 
* 
* 
* 
* 
* 
* A  * 
* 
* *  
GO 
F L O A T  
L A  
SA 
T Z  
J I C  
B C D  
* * *  
T Y P O  
I F I X  
L NA 
S NA 
T N Z  
J OC 
E F G  
* * *  
ERROR 
IDIY 
LMA 
S MA 
T P  
J F C  
H I J K  
* * * *  
Figure 
CONVRT  PAGE  STOP 
S I N  cos A T A N  
L N M A   L R  L M J  
S Z  SR S L J  
T N   J Z   J N  Z 
A A I J  H K J   J K  
L M N O P Q R S T U  
( * * I + - * /  * * * * * * * * * *  
3 . 8  Jump Group 
RERUN 
A T A N 2  
J 
J G D  
J P  
J O  
V W X Y  
SPACE * * * *  
H E L P  
SORT 
D L  
D S  
JN 
J N O  
z o 1  
* * *  
* 
* 
* 
END RES * * 
* 
* 
D L  N D L M  * 
DT E D J Z  * 
T E  T N E  * 
* 
* 
* 
* 
* 
* 
* 
J C   J N C  * 
2 3 4 5 6 7 8 9 *  
* 
* 
* 
* * * * * * * * *  
3. 1. 1. 8 Test  Instruction  Group 
Instruction 
TLE 54 
TG 55 
T W  56 
TNW 57 
3 .   1 .2  Registers  and  Memory  References ~~ ~~ 
The  displayed  contents of referenced  control  registers  and 
memory  words  will  provide  interleaved  execution  results  with  the  coding 
and assembly phases of processing. The display of execution results can be 
regarded as equivalent  to  snapshot  dumping,  albeit on a reduced  basis  in 
te rms  of the volume of data displayed. The limitation is imposed since it 
is difficult to incorporate a facility for "full-screen" dumping, but, except 
for operations (BT o r  1/0 instructions)  applicable  to  blocks of data, the 
display of referenced  operands  and  results  is  appropriate  for  incremental 
assembly  and  execution. 
To  accommodate  the  requirement  for  displaying  the  effects of 
execution, the "input" operands and the "output" results a r e  displayed. 
When a register o r  a memory  location  acts  as both  input  and  output  with 
respect t o  the  executed  instruction,  the  result  information  is  displayed at 
the  bottom of the  program  display  area  until  the  next  line  is  processed,  at 
which  point  the  "input"  display  is  deleted  and  the  updated  contents a r e  added 
to the appropriate three-item display. There is no provision for display of 
destroyed  register  contents when  the  (initial)  contents  do  not  affect  the 
operation. 
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* 
* 
* 
* GO T Y P O  ERROR 
* F L O A T  I F I X  I D I M  
* L A  L NA LMA 
* SA S NA SMA 
* T Z  T NZ T P  
* 
* 
* 
* 
* 
* 
* 
* 
* 
* 
* 
* A B C D E F G H I J K  * 
* 
* * * * * * * * * * * *  
Figure 
CONVRT  PAGE STOP QERUN 
S I N  cos ATAN ATANZ 
LNMA LR L Y J  J 
sz SR SLJ  J G D  
T N   J Z  J N  Z J P  
T L E  TG TW TNW 
L M N O P Q R S T U V W X Y  
( 9 ) + - * / SPACE 
* x * * w * * * * + * * * *  
3 .  9 Test Group 
* 
* 
* 
H E L P   E N D  R FS * 
SQRT * 
D L   D L N   D L M  * 
D S  DT E 0 JZ * 
J N  T E  T N E  * 
* 
* 
* 
* 
* 
' *  
* 
* 
* 
* 
* 
2 0 1 2 3 4 5 6 7 8 9 *  * 
* 
* * * * * * * * * * * *  
3. 1. 3 Instruction Lines Display - 
User  program  instructions are displayed  in a roll-up list in 
virtual-machine location sequence. A processed  line is displayed  with  the 
location, octal machine code, and input source code. The next line to  be 
processed is displayed  with  the  location  to  be  assigned.  The  source-code 
i tems are inserted as the  user  selects  them. 
When the  processed  line  contains a reference  to  an  undefined 
symbol,  the  corresponding  octal  machine  code  field is  replaced  with 
asterisks.  If the  next  input  line  does .not contain a definition  for  the  pre- 
ceding  reference,  the  undefined  symbol is  displayed  in  the  memory  reference 
list for location counter 1, with asterisks in the location field. If the symbol 
must  be  defined  for  continuation of execution,  the  word "ASSEMBLY" appears 
in  the  memory  reference list contents  field. 
Execution of a test  instruction  causing a skip of the  next  instruc- 
tion  will  effect  display of the  word "ASSEMBLY" in  the  machine-code  field 
(Figure 3.9) ,  and  the  user wi l l  provide  source  input  for  assembly only. 
3 .2  Varian  620/i  Programs . for .. Display ~. " " ~ Control 
The  primary  functions of the 620 programs  are   to   display  the 
virtual  machine  and t o  collect  the  user's  light-pen  selections  in  raster 
coordinates for transmission to the 1108. I n  addition, the selected elements 
are   inser ted in the  displayed  next-line-to-be  processed,  for  user  verifica- 
tion. 
Select ion  errors   are   corrected by deletion of the  last-entered 
coordinate  pair  and  the  corresponding  line  entry,  when  the  user  selectes  the 
"TYPO" command. When an instruction group is selected via the "keyboard", 
the group is displayed under 620 control; the corresponding group code is 
stored in the  buffer  transmitted  to  the 1108. 
3 . 2 .  1 Controls 
'The initial  transmission  from  the 1108 to  the 620 is designed 
to  provide  for 620 control  to: 
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Figure 3.10 Assembly Mode 
27 
Tabulate X-Y coordinates of light-pen  hits. 
Delete X - Y  coordinates  for  light-pen  selection of I'TYPO". 
Modify the  display  sequence  for  display of paged  instruction 
groups;  store  group  indicator  for  transmission to  the 1108. 
Perform  simple  conversions of displayed  register  contents, 
e.  g.,  integer  and  alphanumeric. 
Display  the  source-code  elements  selected,  in  the  processor 
input  line. 
Display a cursor  element at the  label  field,  the  operation 
field  and  the  operand  field,  in  turn,  stepping to the  next 
field when "SPACE" is selected. 
3 . 2 . 2  Display Vir tual  Machine 
The  Display Virtual Machine (DVM) is  transmitted by the 1108 
OLPS program to the 620, in IDIIOM code.  The  paged  instruction  groups 
a r e  appended to the DVM. The DVM consists of a sequence of display  entries 
in  the  order: 
(1) Hailword for 1108-620 interface 
(2) CHM (Character Mode) command 
(3)  Carry and Overflow ( I I O F F I I  or lION1l) indicators 
(4) AXR Control Register display lines (register numbers 
and  contents). 
(5) Memory Reference locations 
(6)  Memory Reference symbols 
(7) Memory Reference contents 
(8) User Program display (16) lines 
(9) Display  entry  for  result  register  also  referenced  as 
operand 
(10) Command Line (llGO1l, "TYPO",  etc. ) 
.28 
Function  Line 
Basic  Instruction  Group  (3  lines) 
Displayed "Keyboard" (2 lines) 
Labels  grouped to  provide fo r  uniform  formatting  within 
roll-up displays. This group contains, e. g., the displayed 
"A", "X", and "R" labels  for  the register displays. 
Terminal J U P  (IDIIOM command) to  repeat  the  above  items 
Fixed  Point  (Instruction)  Group,  followed  by J U P  as in  (15) 
Floating  Point  Group  and J U P  
Logical  and  Shift  Group  and J U P  
Repeat  Group  and J U P  
Index  Group  and J U P  
Jump  Group  and J U P  
Test  Group  and J U P  
replacement of the J U P  address of (1 5) with  the  address of a 
paged set  is all  that is required  for  display of that  paged  instruction  group. 
A similar  chaining of a second  group, t o  the  first  (one  from  the  "two-liners" 
of 16-19, the  other  from  20-22),  will  effect  the  display of three  lines of 
paged  instructions. 
Entries  3  through 9 comprise  the  "volatile"  portion of the DVM. 
3.3 UNIVAC 1108 Programs 
The 1108 programs  "read"  the  display  controller  and  determine 
user  action  class  (command o r  assembly),  and  line-item  type  (instruction, 
data,  or  previously  processed  instruction. ) The  assembled  instr.uction is 
decoded  and  the  virtual  machine  checked  for  required  elements. If user -  
program  status  permits,  the  instruction is executed  and  the  virtual  machine 
is updated.  The  virtual  machine  update  (or  the  error  indication)'is  processed 
and  stored  in  the  display  virtual  machine.  The  display  virtual  machine is 
transmitted to  the  display  controller. 
.29 
3.3.1  Assembly 
A ser ies  of subroutines  perform  the  basic  functions of assembly 
of the  source input. The X - Y  coordinate  pairs  are  pre-scanned  to  determine 
the  nominal  coordinates of display  elements  selected by the  user. 
Label  fields,  when  present,  are  translated  into  the  selected 
characters  for  symbol  table  entry.  The  operation-field Y value  is  tested 
for  the  range of the  basic  instruction  group  and  the  paged-group(s)  indicator 
applied when appropriate.  The X-Y pair  (modified  for  a  paged  group i f  
required)  is  then  used  in  a  table  look-up to obtain  the  corresponding  binary 
machine code and control information. The control information includes 
operand  format  data. 
The  operand  field is checked  for  the  correct  number of sub- 
fields. The sub-fields first X - Y  pa i r s   a r e  checked for digits selected. 
Sub-fields  in  which  the first character is a  digit   are  translated  directly  to 
binary  (from  decimal or octal  as  indicated  by  an  initial  non-zero  or  zero 
digit , respectiveiy. ) Symbolic  references  are  checked  in  the  symbol  table, 
and  the  assigned  values  (virtual-machine-locations, e. g. ) inserted  in  the 
instruction  word  or  the  appropriate  flags  set  for  undefined  symbol  references. 
3.3.2  Execution 
The  execution  set-up  program  decodes  the  control  information 
obtained  with  the  machine  code  for  the  operation,  and  tests  the  definition 
flags  for  those  elements of the  virtual  machine  required  for  execution  set-up 
contrasted  for  example  with  an  execution  completion  for a conditional jump to  an 
undefined  symbol  location. If the  required  elements  are  not all defined,  execu- 
tion is bypassed. Otherwise, the virtual machine elements are operated on, 
and  the  virtual  machine  copied  and  updated.  One  back-up copy of the  virtual 
machine is maintained  to  provide  for  recoding of the  last  instruction  executed. 
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3.3.3 Special Modes of Processing 
The  special  modes of processing  are  those  for  which  the  line  to 
be  processed  does not result  in  both  assembly  and  execution of that line. 
The  simpler  examples  are: (1) assembly of a datum required for execution 
.3 0 
of the  preceding  line,  and (2) assembly of the instruction skipped after a 
search  or test operation.  The  elimination of one or  both of the  assembly 
and  execution  phases of processing is characterist ic of all special  modes. 
Assembly-only  modes are: 
(1) Datum  input - $(O) line 
(2)  Instruction input to virtual'machine location 
other  than  the  next  to  be  executed 
( 3 )  Instruction input with reference to undefined symbol, 
where  definition is required  for  execution  (partial 
a s s embly). 
Execution  without  assembly  occurs  in  processing of previously 
assembled instruction words, e. g. , under I' GO 'I control. The control 
commands  and  the  corresponding  actions are: 
GO 
TYPO 
ERROR 
CONVRT 
PAGE 
STOP 
RERUN 
HELP 
Execute  object  instruction;  resume  normal 
processor  mode. 
Error  in  current  line,  back-up  and  delete. 
Processed  instruction  in  error,   user  desires  to 
recode. 
Convert  selected  display  values t o  data  type. 
Display program list; step program display. 
Reserved  for  defining  break-point  conditions. 
Restore  initial  machine state. 
Processor  assistance  requested.  
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4. SUMMARY  AND  RECOMMENDATIONS 
The  development of an  on-line  programming  system  for  the 
UNIVAC 1108 has  determined  the  scope of significant  areas  for  further 
advances in the technology of interactive  displays.  Some of. the a reas  
of consideration  are  related  to  limitations of the  implemented  assembly 
language  while  others  are  related  to  the  problem of teaching a programmer 
a machine as complex as the 1108. By far the greatest  probelm area 
lies  in  representing  the 1108 on a cathode ray tube display. 
Fo r  the  current  design,  the  application is limited  to  small 
programs. The demonstration of 1108 instruction execution in training 
of programmers is regarded  as  the  most  useful  product of the  current 
design. Modification to provide a trace facility for existing 1108 programs 
is  recommended as the  next  logical  extension of the  work  reported  here. 
Incremental  assembly  and  execution of instruction  mnemonics  are  not 
appropriate  for  programming of a computational sequence; a sequence is 
a more  logical  program  "unit"  for  processing  through  the  execution 
phase. Incremental assembly provides a valuable service for editing 
the  user 's  code a s  he generates it. Incremental execution is useful for 
the  previously  recommended  tracing  function. 
These  observations  and  recommendations  are  derived  from 
a simulation  model of the  on-line  programming  system as implemented 
on remote  batchprocessing  equipment  located  at NASA-ERG. The decision point 
has  been  reached  at  which  the  choice  between  actual  implementation on the 
NASA-GSFC 1108 computer,  or a change  in  the  direction of the  investigation 
must  be made. The indicated choice seems quite clear: much of the 
promise of benefit  in  the  work  thus far performed  remains  to be realized 
as aforementioned  with  respect  to  training,  tracing,  and  mastery of the 
1108. Therefore, the choice indicated is actual implementation of the 
on-line  programming  system on an 1108 in a more  realistic  environment 
regarded as conducive to further study of this technique in practice, 
i .  e.,  in  an  operational  situation  such  as found at NASA-GSFC. 
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APPENDIX I 
OLPS  PROCESSOR  AND  DISPLAY  CONTROL 
I- 1 
OLPS PROCESSOR (1 108) 
Transmi t   Empty  
DVM; Init ialize 
62 0 Contr 01s 
Decode P r o g r a m  
Table  E n t r y ;  Set 
U p  Vir tual  
Ma chine 
1-2 
DISPLAY CONTROL ( 6 2 0  /i) I T ]  
V 
A t  Label + 
I 
Pen 
I -  
Display - $  
Location 
Command 
Y 
Cursor  Off 
I 
I =G Enter  X-Y 
e Done On 
c 
1 of 3 
Display 
Character  
Cursor  + 1 
(-) 
Enter   X-y 
c 3  E r r o r  
1-3 
DISPLAY CONTROL * Curso r  at Operation 
I Display Charac te r  
2 of 3 
Instruction 
Function Display - 
Function - 
’I 
Enter  X-Y 
E r r o r  
ii? Err  or  
1-4 
DISPLAY CONTROL P 3 of 3 
,L", Cursor at Operand 
I 
Display 
Function 
Cursor  t 
Length 
Function 
r Done On 
Display 
Charac te r  
Cursor  4- 1 
(-1 
1-5 
APPENDIX I1 
DISPLAY  SIMULATION  ROUTINE 
II- 1 
I 
ISENDX - (1108  Assembly  Language) 
ISENDX is designed  to  simulate  (on  the  1108)  the  display of 
characters  on the IDIIOM. Character  data  in IDIIOM code and word 
format  are  translated  to  Fieldata  and  printed  in a 73-character x 
4F-line array. The programmed implementation processes absolute 
position  and  character IDIIOM commands  under  Character Mode (CHM), 
size code = 1. Other modes and size codes are ignored. Scissoring 
is not provided; automatic "line feed" and "carriage return" are 
effected  within  the  array.  The  array is printed (by PRINT) when a 
jump ( J U P )  to  the first word of the  display  sequence is sensed. 
I1 -2 
" ~- 
ISENDX 
Initialize 
7 3x48 A r r a y  
with Blanks 
1 of 8 
~~ 
Store  Contents of 
Regis ters   to   be  Use 
Nonvolatile 
Switch U n t i l  
CHM is  
I 
Initialize  Buffer 
Program  Counter  
to   Zero  
Load Starting Point 
of Display  Buffer. 
Buffer 
@ Yes 0 for Past End No a 
of Buffer 
11- 3 
Buffer  Word 
Into A4 
Into A3 
No 
Y e s  
Within  Word 
Char.  Count 
Shift   Rest of 
10-Bit  Field 
(1st   Char .  ) 
Into A3 
+ 
Set  Switch 
Character  4 fo r   Shor t  
Shift 3rd 
(10-Bit) 
Into A3 Shift  (8-Bit) 
1 
Yes 
t Add 5 to A3 
11-4 
ISENDX 3 of 8 
P 
@ Yes (> Numeric  
@ yes 0 Charac ter  
~ 
Subtract  045 No 033 1 
I 
1108 Code I 
r 
Load A3 With 
+Corresponding  to 
IDIIOM Character 
Code 
i 
b 
11- 5 
ISENDX 
Compute Charac 
ter Position in 
A r r a y   F r o m  
Specified X & Y 
Posit ions 
X Posi t ion 
F o r  Next 
Charac te r  
r"l Zero  A3 
Increment  
Within  Word 
Charac te r  
Counter 
cessed  
4 of 8 
2nd o r  4th 
(8-Bit  Shift) 
Into  A3 Switch  For  
. Char.  Shifted 
Reset  Shift 
3rd  Char .  
11- 6 
ISENDX 5 of 8 
P 
Shift 14 More  
Bi t s   (Res t  of 
Half Word) 
Into A3 
Process ing  
Address  
NOD 
- 
CHM 
p~ Switch 
Set 
Set Ignore 
(Mode  Other 
than  CHM) RCM 
11- 7 
ISENDX 6 of 8 
?l Zero  A3 
Compute 
Buffer 
Count  For  
J U P  
Buffer 
Counte r 
Y e s  
11-8 
ISENDX 
t Shift 4 M o r e  Bits  Into  A3  And Z e r o   A 3  
Calculate X 
Index (0  th ru  
72)and  Store 
in XPOS. 
Index ( 0  th ru  
47)and  Store 
7 of 8 
ISENDX 8 of 8 
Q 
I P R I N T  
(5 R E T U R N  
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