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Diplomamunka´m te´ma´ja: Web alapu´ ko¨rnyezet fejleszte´se - Iskolai informa´cio´s rendszer.
Mie´rt is va´lasztottam ezt a te´ma´t? To¨bb okbo´l is. Mielo˝tt jelenlegi munkahelyemen
kezdtem el dolgozni, mint pedago´gus szoftverfejleszte´ssel foglalkoztam. Abban az ido˝ben
a ke´tre´tegu˝ kliens-szerver architektu´ra´ju´ alkalmaza´sokat fejlesztettek. Azo´ta a technolo´gia
sokat fejlo˝do¨tt, ı´gy ez az elgondola´s, vagyis a 2 re´tegu˝ kliens szerver architektu´ra ma´r
”elavultnak tekintheto˝” - hogy az egyik fejvada´sz ce´gne´l to¨rte´nt interju´n elhangzott egyik
kijelente´st ide´zzem: ”old school mo´dszer”. Ba´r nagy tapasztalatom van a szoftverfe-
jleszte´s teru¨lete´n, az a fent eml´ıtett technolo´gia´ra vonatkozik, melyet ma´r csak ritka´n
haszna´lnak, ı´gy ez ele´g nagy ha´tra´nynak tekintheto˝ a munkaero˝piacon. I´gy szu¨kse´gesse´ge´t
e´reztem ismereteim felfriss´ıte´se´nek. A te´ma va´laszta´sa leheto˝se´get biztos´ıt sza´momra,
hogy megismerjem ezen u´j, modern szoftverfejleszte´si technolo´gia´kat. Mie´rt pont isko-
lai informa´cio´s rendszer? Jelenleg a ko¨zoktata´sban dolgozo´ pedago´gusokra, e´s egye´b
dolgozo´kra rendk´ıvu¨l nagy adminisztra´cio´s feladat ha´rul, melyet jelenleg minden dol-
gozo´ saja´t mo´dszerei szerint - ke´zzel vagy cseke´ly me´rte´kben informatikai megolda´sokkal
megta´mogatva - ve´gez. Ez rendk´ıvu¨l ido˝ige´nyes feladat. Sokszor nem fe´r bele a heti
40 o´ra´s ko¨telezo˝ munkaido˝be, ne´ha a tano´ra´kra valo´ felke´szu¨le´s rova´sa´ra megy, ı´gy ro-
molhat az oktata´s mino˝se´ge e´s akkor me´g nem is eml´ıtettu¨k a dolgozo´k szabadideje´bo˝l
elvett ido˝t. Jelenleg az iskolai dolgozo´k ilyen jellegu˝ munka´ja nincs megfelelo˝en ta´mogatva
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informatikai eszko¨zo¨kkel. Ba´r le´teznek ezen feladatok ella´ta´sa´ra kifejlesztett szoftverek,
ezek tu´l bonyolultak o¨sszetettek e´s nagyon dra´ga´k. Ba´r interneten valamie´rt nem pub-
lika´lja´k ezen szoftverek a´rait - tala´n az ”e´rdekes” ko¨zbeszerze´si elja´ra´sok miatt-, a sok-sok
kerese´s meghozta eredme´nye´t. Pe´ldake´nt a´lljon, itt az a´llam a´ltal prefera´l Taninform
rendszer. Kaposva´r va´ros ko¨zgyu˝le´se 2008-ban 13 922 400 Ft-ot fizetett a rendszere´rt.
Ezek az a´rak nagyon magasak egy ko¨zoktata´si inte´zme´ny sza´ma´r, e´s nem felte´tlenu¨l
szu¨kse´ges ilyen o¨sszetett szoftver alkalmaza´sa. Az eml´ıtett Taninform rendszer valamilyen
szinten fel van ke´sz´ıtve be´rsza´mfejte´sre is. Mie´rt fizessen ilyen funkcio´e´rt az inte´zme´ny
mikor a be´rsza´mfejte´st amu´gy is a TA´KISZ 1 ve´gzi? Azon tu´lmeno˝en, hogy sok, a mi
inte´zme´nyu¨nk sza´ma´ra felesleges funkcio´k vannak ezekben a szoftverekben, bizonyos fe-
ladatokra, feladatko¨ro¨kre nem megfelelo˝en, vagy egya´ltala´n nincsenek felke´sz´ıtve.
1.1. Inte´zme´nyi ha´tte´r
A szoftver egy Szabolcs-Szatma´r-Bereg megyei ko¨ze´piskola tantestu¨lete´nek ke´szu¨l. Az
inte´zme´ny kb. 900 fo˝s tanulo´i le´tsza´mmal e´s 80 fo˝s pedago´gus dolgozo´val rendelkezik.
A ke´pze´s szakko¨ze´p- e´s szakiskolai szinten folyik. Szak- illetve szakko¨ze´piskola uta´n
leheto˝se´ge van a szakiskolai tanulo´knak e´rettse´git szerezni, illetve a szakko¨ze´p iskolai
tanulo´knak a technikus ke´pze´sben re´szt venni. Emellett egyre nagyobb szerephez jut az
inte´zme´nyben a felno˝ttke´pze´s. Az adminisztra´cio´s feladatok tala´n a felno˝tt ke´pze´st kive´ve
mindenu¨tt jelento˝s ero˝forra´sokat ige´nyelnek. Az inte´zme´nyben komoly informatikai ke´pze´s
folyik 1993 o´ta. Informatikai eszko¨zo¨kkel rendk´ıvu¨l jo´l felszerelt e´s jo´l felke´szu¨lt szakem-
berekkel ella´tott. Kb. 300 sza´mı´to´ge´p, 30 notebook, 10-12 jo´l kvalifika´lt informatikai
tana´r e´s szakember tala´lhato´ az inte´zme´nyben. Mindezek figyelembeve´tele´vel ado´dik
az o¨tlet, hogy ilyen informatikai ha´tte´rrel e´s szakember ga´rda´val tala´n ke´sz´ıthetne´nk
egy saja´t adminisztra´cio´s rendszert, amely kiele´g´ıti ige´nyeinket, nem tartalmaz felesleges
funkcio´kat, melyek megnehez´ıtik a vele valo´ munka´t e´s figyelembe veszi a felhaszna´lo´i
1Teru¨leti A´llamha´ztarta´si e´s Ko¨zigazgata´si Informa´cio´s Szolga´lat
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ha´tteret e´s annak megfelelo˝en alak´ıtja ki a szoftver szerkezete´t. Sajnos ez az elgondola´s
ve´gu¨l kivitelezhetetlennek bizonyult.
1.2. Ce´lkitu˝ze´s
A diplomamunka´val a ce´lom hogy a kolle´ga´im sza´ma´ra egy ko¨nnyen haszna´lhato´, megb´ız-
hato´ szoftvert fejlesszek ki, mely megko¨nny´ıt a midennapi munka´jukat. Ma´sre´szt
ce´l volt egy olyan rendszer kialak´ıta´sa mely ke´so˝bbiekben ko¨nnyen mo´dos´ıthato´,
tova´bbfejlesztheto˝, mely nem go¨rd´ıt akada´lyokat a szoftverevolu´cio´ ele´. A fentiek
biztos´ıta´sa´hoz a Java EE ko¨rnyezetet va´lasztottam, mely ko¨rnyezet a kezdetekto˝l e
krite´riumokat szemelo˝t tartva lett fejlesztve. Ezzel leheto˝se´gem ny´ılott a Java EE tech-
nolo´gia megismere´se´re, mellyel olyan technolo´giai tuda´sra tettem szert, mely naprake´sz
piacke´pes tuda´st biztos´ıt sza´momra, melynek seg´ıtse´ge´vel ba´rhol eladhatom tuda´som a
munkaero˝piacon. Nem csak Magyarorsza´gon, hanem ku¨lfo¨ldo¨n is. Jo´ alapot szolga´ltat ez






Mivel egy teljesen u´j rendszerro˝l van szo´, illetve nincs konkre´t megrendelo˝, ı´gy teljesen
az elke´pzele´seink szerint alak´ıthattuk a fejleszte´s menete´t, a felhaszna´lt technolo´gia´kat e´s
mo´dszereket. A fejleszte´s menete´nek megterveze´se´ben nagy seg´ıtse´gemre volt Ian Som-
merwille: Szoftverrendszerek fejleszte´se c´ımu˝ ko¨nyve. A szoftverfolyamata sora´n a v´ızese´s
modell alkalmaza´sa mellet do¨nto¨ttem. A modell lapveto˝ szakaszai alapveto˝ szoftverfe-
jleszte´si le´pe´sekre ke´pezheto˝k le (2.1. a´bra)1:
1. Ko¨vetelme´nyek elemze´se e´s meghata´roza´sa: a rendszer szolga´ltata´si ce´ljai, megszor´ı-
ta´sai a felhaszna´lo´kkal konzulta´lva alakul ki (ez nem to¨rte´nhetett meg az e´n esetem-
ben, ba´r e´n is a rendszer egyik felhaszna´lo´ja vagyok). Ezt ke´so˝bb re´szletesen kifejtik,
e´s ke´so˝bb ezek szolga´lja´k a rendszerspecifika´cio´t.
2. Rendszer- e´s szoftverterveze´s: itt va´laszto´dnak sze´t a hardver e´s szoftverko¨vetel-
me´nyek, itt kell kialak´ıtani a rendszer a´tfogo´ architektu´ra´ja´t. Az alapveto˝ szoftver
absztrakcio´k, ill. a ko¨ztu¨k le´vo˝ kapcsolatok azonos´ıta´sa´t e´s le´ıra´sa´t is maga´ban
foglalja.
3. Implementa´cio´: itt to¨rte´nik a ko´dola´s. Ebben a szakaszban ke´szu¨lnek el a programok
e´s a programegyse´gek.
1Forra´s: Ian Sommerville: Szoftverrendszerek fejleszte´se
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4. Rendszerteszt: Megto¨rte´nik a programok e´s a programegyse´gek teljes rendszerke´nt
to¨rte´no˝ tesztele´se, hogy a rendszer megfelel e a ko¨vetelme´nyeknek.
5. Mu˝ko¨dtete´s e´s karbantarta´s: A´ltala´ban ez a szoftver e´letciklusa´nak leghossz-
abb fa´zisa. Ebben a szakaszban to¨rte´nik az esetleges hiba´k kijav´ıta´sa, ill. a
rendszer tova´bbfejleszte´se a felmeru¨lo˝ u´j ko¨vetelme´nyeknek megfelelo˝en. Az elso˝
elke´pzele´s szerint az iskola informatikai munkako¨zo¨sse´g tagjainak akt´ıv re´szve´tele´vel
e´s tana´ri kar minden tagja´nak bevona´sa´val to¨rte´nne a fejleszte´s a teljes fejleszte´si
e´letciklusban, a terveze´sto˝l a tesztele´sen a´t, ege´szen a jo¨vo˝beni tova´bbfejleszte´sig.
Mint ke´so˝bb kideru¨lt ez uto´pisztikus elke´pzele´snek bizonyult.





A legfontosabb ko¨vetelme´ny az iskola dolgozo´inak adminisztra´cio´s teve´kenyse´geinek ta´mo-
gata´sa informatikai eszko¨zo¨kkel. Az adminisztra´cio´s feladatok rendk´ıvu¨l sok munka´t
ro´nak a pedago´gusokra, ku¨lo¨no¨s tekintettel az oszta´lyfo˝no¨ki feladatokat ella´to´ kolle´ga´kra.
Nekik elso˝sorban a hia´nyza´sok adminisztra´la´sa az, ami rengeteg munka´val ja´r. Min-
den he´ten a naplo´ban o¨sszes´ıteniu¨k kell a hia´nyza´sokat, majd a to¨rve´nyi elo˝´ıra´soknak
megfelelo˝en e´rtes´ıteni kell a szu¨lo˝t, ill. a teru¨letileg illete´kes jegyzo˝t. A kolle´ga´k e´rtes´ıte´se,
e´rdeklo˝de´se´nek felkelte´se e´s a projektben valo´ re´szve´teli megh´ıva´snak, legjobb mo´dja´t
egy, az iskola belso˝ leveleze´si lista´ja´ra ku¨ldo¨tt elektronikus leve´l jelentette, melyet minden
pedago´gusnak posta´ztunk. 80 pedago´gussal to¨rte´no˝ szeme´lyes elbesze´lgete´s tu´lsa´gosan
ido˝ige´nyes lett volna. A levelet u´gy kellet megfogalmazni, hogy minden kolle´ga sza´ma´ra -
me´g azoknak is akik nem rendelkeznek komoly informatikai ismeretekkel - e´rtheto˝ legyen,
mit akarunk megvalo´s´ıtani e´s a mege´rte´sen k´ıvu¨l keltse is fel az e´rdeklo˝de´se´t, legyen
tudata´ban annak, hogy ez a projekt, ha megvalo´sul a munka´ja´t nagyme´rte´kben meg
fogja ko¨nny´ıteni. A leve´lben pe´ldake´nt a hia´nyza´sok adminisztra´la´s lett felhozva, mert
ez mindenki sza´ma´ra e´rtheto˝ e´s e´geto˝ proble´ma(1. sza´mu´ melle´klet). A ko¨vetkezo˝ napon
meglepo˝dve tapasztaltam mennyi kolle´ga jelezte, hogy olvasta a levelet e´s szeretne ezzel
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kapcsolatban konzulta´lni velem. Kezdeti lelkesede´s meglepett. Me´g aznap sikeru¨lt ezekkel
a kolle´ga´kkal ne´ha´ny szo´t va´ltani, e´s ekkor jo¨tt a ko¨vetkezo˝ meglepete´s. Mindenki nagyon
lelkesedett, hogy egy ilyen szoftvert lesz leheto˝se´ge haszna´lni, majd az volt szinte az elso˝
ke´rde´su¨k, hogy mikor lesz ke´sz. Eszu¨k a´ga´ban sem volt ba´rmilyen mo´don re´szt venni a
fejleszte´sben. Me´g csak o¨tleteket sem tudtak - vagy akartak - adni arra vonatkozo´an,
hogy milyen nehe´zse´geik vannak az adminisztra´cio´ sora´n, mivel tudna´nk megko¨nny´ıteni
a munka´jukat. Az informatikai munkako¨zo¨sse´g tagjai ba´rmennyire is szerettek volna
komolyabban belefolyni a munka´latokba, sajnos rengeteg elfoglaltsa´guk miatt erre nem
igaza´n volt alkalmuk, ennek ellene´re sikeru¨lt a fejleszte´s ideje alatt konzulta´lni velu¨k. A
ko¨vetelme´nyek meghata´roza´sa teljes me´rte´kben az e´n feladatom volt, seg´ıtse´gre ma´r itt
sem sza´mı´thattam. A ko¨vetelme´nyek meghata´roza´sa´na´l hamar szembetu˝nt, ahhoz, hogy
ezeket az adminisztra´cio´s munkafeladatokat megko¨nny´ıtsu¨k, nagyon sok adatok kell ny-
ilva´ntartanunk mind a tanulo´kro´l, mind az o´ra´kro´l, hogy ilyen adatok birtoka´ban egy kom-
plett elektronikus naplo´t is fel tudunk e´p´ıteni. Olyan o¨tletek jo¨ttek elo˝ a ko¨vetelme´nyek
meghata´roza´sa sora´n, melyekkel rendszeres napi proble´ma´kra tudok megolda´st tala´lni.
Olyan proble´ma´kra melyekbe folyamatosan belefutottam munka´m sora´n e´s eszembe nem
jutott volna, hogy ezeket egyszeru˝s´ıteni lehet ilyen eszko¨zo¨kkel. Pe´ldake´nt lehet megeml´ı-
teni a tanteremkerese´s proble´ma´ja´t. Ha egy tanterem valami miatt foglalt - ahol egye´bke´nt
a tana´r az o´ra´t szokta tartani - a pedago´gusnak keresni kell egy ma´sik termet. Ez mindig
ko¨ru¨lme´nyes, mert lehet, hogy egy tanterem kulcsa a helye´n tala´lhato´, de a teremfelelo˝s
tana´rnak saja´t kulcs van e´s o˝ tart o´ra´t akkor. A hirdeto˝ta´bla´n tala´lhato´ A2-es me´retu˝
o´rarenden nehe´z eligazodni, e´s abbo´l nem deru¨l ki a terem befogado´ ke´pesse´ge. Ha min-
den adat rendelkeze´su¨nkre a´ll, akkor aka´r valo´s ido˝ben meg tudjuk jelen´ıteni mely termek
szabadok ebben a pillanatban vagy aka´r a ko¨vetkezo˝ o´ra´n, vagy az oszta´ly megada´sa
uta´n csak azokat a tantermeket jelen´ıtene´ meg a rendszer, amelyben biztos elfe´r az a
le´tsza´mu´ oszta´ly. A ko¨vetelme´nyek meghata´roza´sa´nak folyamata´ban hamar kideru¨lt, hogy
az ele´rendo˝ funkcionalita´s olyan me´rte´ku˝, amely ma´r tu´lmutat egy szakdolgozat keretein,
e´s a teljes rendszer lefejleszte´se aka´r ma´sfe´l e´vet is ige´nybe vehet. A ko¨vetelme´nyek
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meghata´roza´sa´na´l - e´s szoftverfolyamat ke´so˝bbi szakaszaiban is - az, hogy szinte semmi-
lyen seg´ıtse´get nem kaptam, valamilyen szinte elo˝ny is volt. Egyre´szt minden o¨tletemet
meg lehetett valo´s´ıtani. A ko¨vetelme´nyek terveze´se´ne´l gyakran haszna´lt eszko¨z volt a
pap´ır e´s a ceruza. Mindig ke´zne´l volt, gyorsan lehetett vele dolgozni. Ha´tra´nya a sok
pap´ıron, pap´ır fecnin, to¨bb helyen megtala´lhato´ informa´cio´halmaz, melyet ido˝nke´nt egy
szo¨veges dokumentumban hate´konyan rendszerezni kellet, a ko¨nnyebb felhaszna´lhato´sa´g
e´rdeke´ben a terveze´si e´s implementa´la´si folyamatban. A 2. sza´mu´ melle´kletben tala´lhato´




A szoftverfolyamat e re´sze´ben va´laszto´dnak sze´t a hardver e´s szoftverko¨vetelme´nyek, itt
kell kialak´ıtani a rendszer a´tfogo´ architektu´ra´ja´t, az alapveto˝ szoftver absztrakcio´kat. A
rendszer e´s szoftverterveze´shez megpro´ba´ltam felhaszna´lni Ian Sommerwille: Szoftver-
rendszerek fejleszte´se c´ımu˝ ko¨nyvben tala´lhato´ mo´dszereket. Itt to¨bb szempontot is fi-
gyelembe kellett venni. Milyen a hardver e´s szoftverko¨rnyezet, ebben a ko¨rnyezetben
milyen technolo´gia´k haszna´lhato´k. Ha a jelenlegi hardver e´s szoftverko¨rnyezet nem al-
kalmas a rendszer kiszolga´la´sa´ra milyen leheto˝se´gek vannak a tova´bbfejleszte´sre. Elso˝
ko¨rben csak a saja´t inte´zme´nyre korla´toztam a ku¨lo¨nbo¨zo˝ szempontok vizsga´lata´t, majd a
ke´so˝bbiekben a´ltala´nossa´gban kezdtem a ko¨vetelme´nyeken gondolkodni. A terveze´s kezde-
tekor mind a hardver mind a szoftverko¨rnyezet nagyon elavult volt szerver oldalon. Olyan-
nyira, hogy me´g az olyan viszonylag kis ero˝forra´st ige´nylo˝ ko¨rnyezet sem tudta kiszolga´lni,
mint a LAMP (Linux, Apache, MySQL, PHP/Perl/Python)1. Majd vezeto˝se´ggel to¨rte´nt
egyeztete´s sora´n kideru¨lt, hogy olyan infrastruktu´ra keru¨l kialak´ıta´sra ro¨videsen, mely
nem go¨rd´ıt a fejleszte´shez haszna´lt technolo´gia´k ele´ semmilyen akada´lyt.
1http://en.wikipedia.org/wiki/LAMP (solution stack)
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4.1. Hardver ko¨vetelme´nyek meghata´roza´sa
A hardverko¨vetelme´nyek meghata´roza´sa viszonylag ko¨nnyu˝ volt, miuta´n meghata´roza´sra
keru¨lt a szoftverko¨rnyezet. Mivel a kiva´lasztott szoftverko¨rnyezet futtata´sa´hoz elegendo˝
egy also´ katego´ria´s szerver, mely elvileg minden inte´zme´nyben rendelkeze´sre a´ll, illetve
hia´nya esete´n olcso´n beszerezheto˝, ı´gy nem kellet sokat bajlo´dni a ko¨vetelme´nyek meghata´-
roza´sa´val. A minima´lis hardverko¨vetelme´nyt kellet csak elo˝´ırni. Megint csak a szoftverko¨r-
nyezetbo˝l ado´do´an, ha nagyobb ero˝forra´sige´nyre van szu¨kse´g a szoftver futtata´sa´hoz a
rendszer ska´la´zhato´sa´ga´bo´l ado´do´an ko¨nnyen bo˝v´ıtheto˝ a hardver infrastruktu´ra.
Mindenesetre pontosan definia´lni kell egy minima´lis hardver konfigura´cio´t, mely leheto˝ve´
teszi a szoftver megfelelo˝ teljes´ıtme´nyu˝ futtata´sa´t. Ez a konfigura´cio´ a ko¨vetkezo˝:
• min. 2 GHz dupla magos processzor
• 2 GB RAM
• min 200 GB ha´tte´rta´r
Terme´szetesen ebben a felsorola´sban csak a legszu¨kse´gesebb o¨sszetevo˝k vannak felsorolva,
melyek ne´lku¨lo¨zhetetlenek a rendszer futtata´sa´hoz. Itt nem eml´ıtek, e´s nem re´szletezel
olyan dolgokat, melyek megle´te szu¨kse´ges egy rendszer biztonsa´gos u¨zemeltete´se´hez, mint
pl.: redunda´ns ha´tte´rte´r, biztonsa´gi mente´sek ke´sz´ıte´se´hez szu¨kse´ges eszko¨zo¨k, stb. Ez
az u¨zemeltete´s feladata, de a szoftver hardver ko¨vetelme´nyeinek meghata´roza´skor enne´l
a szoftverne´l nem kritikus. Ba´r itt x86-os processzort jelo¨lu¨nk meg, a Java fele´p´ıte´se´nek
ko¨szo¨nheto˝en e´s ebbo˝l ado´do´an a Java Enterprise Edition ko¨rnyezetet is leheto˝se´gu¨nk
van ma´s architektu´ra´n is futtatni. Teha´t aki u´gy gondolja, hogy egy nagy teljes´ıtme´nyu˝
mainframe sza´mı´to´ge´pen szeretne´ u¨zemeltetni a rendszert a leheto˝se´ adott, amennyiben
le´tezik Java futtato´ko¨rnyezet az adott platformra. Mivel a Java Enterprise Edition e´s az




A szoftverko¨vetelme´nyek meghata´roza´sa´na´l is a legfo˝bb befolya´solo´ te´nyezo˝ a fejleszte´shez
haszna´lt Java nyelv. Mint ma´r eml´ıtettem a Java egy platformfu¨ggetlen nyelv, ı´gy elvi-
leg ba´rmely opera´cio´s rendszer melyre le´tezik Java futtato´ ko¨rnyezet ke´pes a szoftvert
futtatni. De mielo˝tt megadna´nk egy szoftverkonfigura´cio´t, mely szu¨kse´ges a rendszer
futtata´sa´hoz ne´zzu¨k meg hogyan is e´pu¨l fel a szoftverko¨rnyezet, melyben futni fog az al-
kalmaza´sunk. Az opera´cio´s rendszer felett tala´lhato´ a Java futtato´ ko¨rnyezet. A Java
virtua´lis ge´p fogja futtatni az alkalmaza´sszervert, mely az u¨zleti logika´t biztos´ıtja. A
megjelen´ıte´st szinte´n az alkalmaza´s szerver fogja biztos´ıtani. Az alkalmaza´s u¨zleti logika´ja
a´ltal kezelt adatok a OR leke´peze´s uta´n valamilyen rela´cio´s adatba´zis kezelo˝ben keru¨lnek
ta´rola´sra. Az RDBMS kiva´laszta´sa´na´l egyetlen megko¨te´s van: le´tezzen az RDBMS-
hez JDBC driver. Az alkalmaza´sszerver perzisztencia providere lesz az, ami majd az
adott adatba´ziskezelo˝ben a megfelelo˝ API h´ıva´sokkal - a JDBC driveren keresztu¨l -
e´s SQL utas´ıta´sokkal az adatokat te´nylegesen ro¨gz´ıti. Az adott RDBMS SQL dialek-
tusa´val sem kell foglalkozni, ugyanis a Java EE ko¨rnyezet biztos´ıt sza´munkra egy saja´t
leke´rdezo˝nyelvet az EJB-QL -t (Enterprise JavaBeansQuery Language).
I´me, egy pontos szoftverko¨rnyezet, mely ke´pes az alkalmaza´st futtatni:
• Sun GlassFissh alkalmaza´sszerver
• Apache Derby vagy MySQL adatba´zisszerver
• Linux vagy Windows opera´cio´s rendszer
Ezek a szoftverek le´teznek Linux e´s Windows opera´cio´s rendszerre ı´gy a felhaszna´lo´
ige´nyeinek e´s anyagi leheto˝se´geinek megfelelo˝ opera´cio´s rendszert lehet va´lasztani.
Mivel a ko¨vetelme´nyek meghata´roza´sa´na´l hamar kideru¨lt, hogy rendszer tu´lno˝tt az ere-
deti elke´pzele´seken, u´gy kellet megtervezni, hogy re´szekbo˝l, modulokbo´l tevo˝djo¨n o¨ssze,
melyek valamilyen mo´don egyma´sto´l fu¨ggetlenu¨l, vagy egyma´sra e´pu¨lve tudnak mu˝ko¨dni.
Erre aze´rt volt szu¨kse´g, mert nem lehet megva´rni, mı´g a ko¨vetelme´nyspecifika´cio´ban
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meghata´rozott szolga´ltata´sok mind elke´szu¨lnek. To¨bb ok miatt sem. Egyre´szt maga´nak
a rendszer fejleszte´se´nek elind´ıto´ja az a te´ny, hogy ez egy szakdolgozat, melyet hata´rido˝re
kell leadni. Ma´sre´szt mie´rt ne haszna´lna´nk ki azt a leheto˝se´get, ha a rendszert modulokra
lehet bontani e´s az egyes modulok egyma´sto´l fu¨ggetlenu¨l vagy egyma´sra e´pu¨lve tudnak
mu˝ko¨dni, a ma´r elke´szu¨lt modul vagy modulok haszna´lhato´ak, miko¨zben a to¨bbi modul
me´g fejleszte´s alatt a´ll. A szoftver terveze´se a szoftver implementa´lando´ struktu´ra´ja´nak e´s
az adatoknak mint a rendszer re´szeinek a meghata´roza´sa valamint a rendszerkomponensek
ko¨zo¨tti interfe´szek e´s ne´ha a haszna´lt algoritmusok le´ıra´sa.
4.1. a´bra. A terveze´si folyamat a´ltala´nos modellje
A 4.1. a´bra´n la´thato´ a terveze´si folyamat a´ltala´nos modellje, melyet a terveze´s
folyama´n igyekeztem ko¨vetni.
1. Architektura´lis terveze´s. A rendszert e´p´ıto˝ alrendszereket e´s a ko¨ztu¨k tala´lhato´
kapcsolatokat azonos´ıtani e´s dokumenta´lni kell.
2. Absztrakt specifika´cio´. Minden egyes alrendszer esete´ben meg kell adni a
szolga´ltata´saik absztrakt specifika´cio´ja´t e´s azokat a megszor´ıta´sokat, melyek mel-
let azok mu˝ko¨dnek.
3. Interfe´sz terveze´se. Minden egyes alrendszer sza´ma´ra meg kell tervezni e´s doku-
menta´lni kell annak egye´b alrendszerek fele´ mutato´ interfe´szeit. Ennek az interfe´sz-
specifika´cio´nak egye´rtelmu˝nek kell lennie, azaz leheto˝ve´ kell tennie, hogy ane´lku¨l
haszna´lhassunk egy alrendszert, hogy tudna´nk, hogyan is mu˝ko¨dik.
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4. Komponens terveze´se. A szolga´ltata´sokat el kell helyezni a ku¨lo¨nbo¨zo˝ komponensek-
ben e´s meg kell tervezni a komponensek interfe´szeit.
5. Adatszerkezetek terveze´se. Meg kell hata´rozni e´s re´szletesen meg kell tervezni a
rendszer implementa´cio´ja´ban haszna´lt adatszerkezetet.
6. Algoritmus terveze´se. Meg kell tervezni e´s pontosan meg kell hata´rozni a szolga´ltata´-
sok biztos´ıta´sa´hoz szu¨kse´ges algoritmusokat.
Ezt a terveze´si folyamatot to¨bbe´-keve´sbe´ sikeru¨lt betartani, ba´r az egyes le´pe´sek ko¨zo¨tt
voltak nagyobb ugra´sok. Az architektura´lis terveze´sne´l keru¨lt meghata´roza´sra, hogy a
rendszer milyen fo˝bb alrendszerekbo˝l a´lljon. Az alrendszereket e´n moduloknak neveztem
el. A rendszerben he´t modul keru¨lt kialak´ıta´sra melyek a ko¨vetkezo˝ek:
• to¨rzsadat modul,
• hia´nyza´sok modul,




• SMB (Small Message Board) modul
A to¨rzsadat modulban keru¨l ro¨gz´ıte´sre minden a rendszerben haszna´lt adat u´gy, mint
a tanulo´k e´s pedago´gusok adatai, tantermek adatai, csengete´si rend, stb. Ez a modul
sosem tekintheto˝ teljesen elke´szu¨ltek, mert u´j funkcio´k, modulok rendszerbe keru¨le´se
esete´n szu¨kse´g lehet ennek a modulnak a bo˝v´ıte´se´re is. A 4.2. a´bra´n la´thato´ak a leg-
fontosabb oszta´lyok, melyek a rendszer mu˝ko¨de´se´hez felte´tlenu¨l szu¨kse´gesek.
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4.2. a´bra. A legfontosabb oszta´lyok
A hia´nyza´sok modulban vannak kezelve a tanulo´k hia´nyza´sai. Ez a modul felelo˝s
a hia´nyza´sok o¨sszes´ıte´se´e´rt, az e´rtes´ıto˝ levelek legenera´la´sa´e´rt. A to¨rzsadat modul e´s a
naplo´ modul seg´ıtse´ge´vel nyilva´ntartott adatokbo´l pontosan ki lehet sza´molni a tanulo´k
hia´nyza´sait, majd a kalkula´lt informa´cio´bo´l kiindulva a program automatikusan elve´gzi
a szu¨kse´ges mu˝veleteket, pl. az e´rtes´ıto˝ levelek legenera´la´sa´t. A 4.2. a´bra´n la´thatjuk,
hogy a Hia´nyzas oszta´ly - ami egyben egy perzisztens oszta´ly is - reprezenta´lja a tanulo´k
hia´nyza´sait. Ebben tartjuk ny´ılva´n, hogy melyik tanulo´, mely napokon, mely o´ra´kro´l ha´ny
percet volt ta´vol. Ebbo˝l ko¨nnyen ki lehet sza´molni egy tanulo´ eddigi igazol, illetve iga-
zolatlan hia´nyza´sait. Majd az o¨sszes hia´nyza´s illetve igazolatlan hia´nyza´s fu¨ggve´nye´ben
a szoftver jelez az oszta´lyfo˝no¨knek miuta´n bejelentkezett a rendszerbe, hogy az o¨sszes
hia´nyza´sa meghaladta az o´rasza´m bizonyos sza´zale´ka´t e´s oszta´lyozo´ vizsga´t kell tennie,
vagy az igazolatlan o´ra´inak sza´ma ele´rte az x o´ra´t e´s e´rtes´ıteni kell a szu¨lo˝t, illetve a
teru¨letileg illete´kes jegyzo˝ne´l feljelente´st kell tenni. A kigyu˝jto¨tt adatok birtoka´ban a rend-
szer egy sablon alapja´n elke´sz´ıti a leveleket, melyek nyomtata´s uta´n posta´za´sra keru¨lnek.
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Az elektronikus naplo´ le´nyege´ben egy hagyoma´nyos iskolai naplo´ feladata´t la´tja el.
Ide lehet ro¨gz´ıteni az oszta´lyzatokat, a halada´si naplo´t. Az oszta´lyzatokna´l az e´rdemjegy,
az e´rdemjegy megjegyze´se´nek da´tuma, e´s egy megjegyze´s ro¨gz´ıte´se´re van leheto˝se´ge a
pedago´gusnak. Felmeru¨lt az ige´ny, hogy a jegyeket su´lyozni kellene. Ennek a leheto˝se´ge´t
ke´so˝bb a szoftverevolu´cio´ sora´n kell majd megvalo´s´ıtani. A halada´si naplo´ban kell
leko¨nyvelni az aktua´lis o´ra o´rasza´ma´t e´s a tan´ıtott tananyagot. Amennyiben a tan-
menetek modul is to¨ke´letesen elke´szu¨l, melyben a tanta´rgyak e´ves tanterve´t o´rasza´mokra
lebontva ro¨gz´ıtju¨k, a rendszer automatikusan felaja´nlja a naplo´ modulban a halada´si naplo´
kito¨lte´sekor az adott o´rai tananyagot. I´gy nem kell pap´ır alapu´ tanmenetekben keresge´lni
e´s ”bege´pelni” az aznapi o´ra anyaga´t a naplo´ modul halada´si naplo´ rovata´ba. Itt is
leheto˝se´g van a hia´nyza´sok ro¨gz´ıte´se´re mely adatokat a hia´nyza´sok modul fogja feldolgo-
zni. A tanmente modulban lehet elke´sz´ıteni a tanmeneteket, melyek leke´rdezheto˝ek ı´gy
ha valaki helyettes´ıteni megy egy o´ra´ra, meg tudja ne´zni mit kell azon az o´ra´n tan´ıtania,
illetve az elektronikus naplo´ modul az itt ro¨gz´ıtett tanmenet alapja´n automatikusan
ki tudja to¨lteni a halada´si naplo´t. O´rarend modul hasonlo´ a tanmenetek modulhoz.
Az o´rarendet lehet vele nyilva´ntartani melyet ma´s modulok szu¨kse´g esete´n hasznos´ıtani
tudnak. Pl. az elektronikus naplo´ a rendszerido˝ alapja´n ke´pes mega´llap´ıtani, hogy be-
jelentkezett pedago´gus adott ido˝pillanatban milyen o´ra´t tart e´s az alapja´n kito¨lteni az
adott o´ra halada´si naplo´ja´t illetve a hia´nyzo´kat is az adott o´ra´ra fogja ro¨gz´ıteni. E´rtes´ıte´si
modul a ku¨lo¨nbo¨zo˝ szeme´lyeknek (pl. szu¨lo˝) illetve szervezeteknek ku¨ldendo˝ e´rtes´ıte´sek
elo˝a´ll´ıta´sa´ban e´s ta´rola´sa´ban kap szerepet. SMB funkcio´ a pedago´gusoknak ku¨lo¨nbo¨zo˝
forma´ban - e-mail, sms, web, megjelen´ıto˝ - to¨rte´no˝ informa´cio´ko¨zle´sre haszna´lhato´. Az
interfe´szek, komponensek e´s adatszerkezetek le´nyege´ben objektumok. Ezek terveze´se´ne´l
az UML eszko¨zrendszere´nek seg´ıtse´ge´t vettem ige´nybe. Ba´r sok esetben a hagyoma´nyos
pap´ır-ceruza pa´ros volt seg´ıtse´gemre a terveze´sne´l a ke´so˝bbiekben ez leford´ıta´sra keru¨lt
az UML nyelvezete´re. A 4.3. a´bra´n le´vo˝ pe´lda´n la´thato´ pl. az oszta´ly e´s oszta´lyfo˝no¨k,
mint adatszerkezet e´s a ko¨ztu¨k le´vo˝ kapcsolat.
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4.2.1. A szoftverko¨rnyezettel szemben ta´masztott elva´ra´sok
• Perzisztencia. A rendszer sza´ma´ra biztos´ıtani kell, hogy az adatok a program
lea´ll´ıta´sa uta´n is megmaradjanak. Erre a feladatra leginka´bb rela´cio´s adatba´zisokat
(RDBMS) alkalmaznak. Az alkalmaza´sban meg kell oldani ezen rela´cio´s adatba´zisok
ele´re´se´t. Mindezt olyan forma´ban, hogy elfedju¨k az egyes adatba´zis kezelo˝ rendsz-
erek alacsony szintu˝ gya´rto´specifikus re´szeit, mint az alkalmazott ha´lo´zati protokoll,
az egyes RDBMS rendszerek SQL ”nyelve - dialektusai” ko¨zo¨tti ku¨lo¨nbse´gek, stb. Il-
letve, hogy o¨sszeegyeztessu¨k a rela´cio´s adatba´zisok alapelveit az objektum orienta´lt
szemle´letmo´ddal. A perzisztencia alkalmaza´sa´val az egyik lege´geto˝bb proble´ma´t
sikeru¨l kiku¨szo¨bo¨lni egy rendszer fejleszte´se sora´n. Melyik adatba´zis kezelo˝vel biz-
tos´ıtsam az adatok ta´rola´sa´t? Ha nagyon dra´ga, robosztus RDBMS-t va´lasztok,
mint pl.: Oracle, vagy IBM DB2, akkor azt a kisebb u¨gyfelek nem tudja´k meg-
fizetni illetve a hozza´ kapcsolo´do´ hardver ero˝forra´sok ko¨ltse´ge is magas lesz, komoly
szakember szu¨kse´ges az u¨zemeltete´se´hez, egyszo´val rendk´ıvu¨l dra´ga. Csak nagy-
obb va´llalatok engedhetik meg maguknak. Ellenben ha valami ko¨ltse´ghate´konyabb
megolda´sa´t va´lasztunk az a nagyva´llalatok ige´nyeit nem biztos, hogy ki tudja
4.3. a´bra. Oszta´ly e´s oszta´lyfo˝no¨k oszta´lydiagramja
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ele´g´ıteni. Ha az alkalmaza´st saja´t magam akarom felke´sz´ıteni mindke´t esetre,
akkor az ero˝forra´s ige´nyek no¨vekede´se na´lam jelentkezik. A perzisztencia ezeket
a proble´ma´kat hivatott orvosolni.
• To¨bbsza´lu´sa´g. To¨bb ke´re´s pa´rhuzamos kiszolga´la´sa´na´l jelenthet megolda´st a
to¨bbsza´lu´sa´g.
• Tranzakcio´kezele´s. Ha to¨bb felhaszna´lo´ konkurensen akar hozza´fe´rni ugyanazokhoz
az adatokhoz, u¨gyelni kell arra, hogy az adatok mindig konzisztens a´llapotban
maradjanak. Biztos´ıtani kell, hogy az o¨sszetartozo´ mo´dos´ıta´sok vagy minde-
gyike sikeru¨ljo¨n vagy egyik sem. Ezekre a proble´ma´kra a tranzakcio´kezele´s nyu´jt
megolda´st u´gy, hogy a tranzakcio´kezele´s alacsony szintu˝ mu˝veleteit elrejti a fel-
haszna´lo´ elo˝l.
• Ta´voli ele´re´s. Ha rendszeru¨nk webes felu¨lettel rendelkezik, vagy valamilyen ve´kony
vagy vastag klienssel, ez egyfajta elosztottsa´got felte´telez a rendszeru¨nkben. Ilyen
esetben szu¨kse´g van valamilyen protokollra, mely leheto˝ve´ teszik a ta´voli meto´dush´ı-
va´st. Szu¨kse´g lehet egy olyan futa´si ko¨rnyezetre, amely elfedi a sza´mos kommu-
nika´cio´s protokoll ha´lo´zati szintu˝ re´szleteit a fejleszto˝ elo˝l.
• Ne´vszolga´ltata´s. Elosztott rendszerekben bizonyos objektumokat, ero˝forra´sokat
elengedhetetlen, hogy ne´v szerint regisztra´lni e´s regisztra´cio´ uta´n a neve´re hi-
vatkozva, a konkre´t ha´lo´zati c´ım ismerete ne´lku¨l ele´rni tudjunk.
• Ska´la´zhato´sa´g. A terhele´s ido˝vel no¨vekedhet, eze´rt rendszeru¨nket fel kell ke´sz´ıteni
arra, hogy a megno¨vekedett ige´nyek miatti terhele´sno¨vekede´st kezelni tudja ane´lku¨l,
hogy a felhaszna´lo´k jelento˝s teljes´ıtme´nycso¨kkene´st tapasztalna´nak. Mindezt
ane´lku¨l, hogy a programko´dot mo´dos´ıtani kellene. Ennek ke´t lehetse´ges megolda´sa
van. Az egyik a v´ızszintes a ma´sik a fu¨ggo˝leges ska´la´za´si mo´d. Fu¨ggo˝leges ska´la´za´si
mo´dna´l egyre ero˝sebb hardverre (processzor, memo´ria, ha´tte´rta´r) telep´ıtju¨k ugyan
azt a szoftvert. Ennek a ska´la´za´si mo´dszernek a felso˝ hata´ra az adott ko¨ltse´gek
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mellet e´sszeru˝en beszerezheto˝ legero˝sebb hardver. Vı´zszintes ska´la´za´sna´l to¨bb
ge´pbo˝l a´llo´ egyu¨ttmu˝ko¨do˝ csoportot u´gynevezett klasztert hozunk le´tre. Ez a
ska´la´za´si mo´dszer e´sszeru˝bb e´s nem utolso´ sorban olcso´bb megolda´st k´ına´l a tel-
jes´ıtme´ny no¨vele´se´re a fu¨ggo˝leges ska´la´za´ssal szemben. Arro´l nem is besze´lve, hogy
a fu¨ggo˝leges ska´la´za´snak van egy felso˝ hata´ra, mely a beszerezheto˝ legero˝sebb hard-
ver, mı´g a v´ızszintes ska´la´za´s elviekben ”korla´tlan” bo˝v´ıtheto˝se´get biztos´ıt.
• Magas rendelkeze´sre a´lla´s. Ba´rmely szoftverrendszerne´l kellemetlen lehet, kritikus
rendszerek esete´ben aka´r embere´letekbe is keru¨lhet a rendszer meghiba´soda´sa vagy
teljes lea´lla´sa szoftver vagy hardver hiba miatt. A ska´la´zhato´sa´ghoz hasonlo´an az
egyik legjobb megolda´st ebben az esetben is a klasztereze´s jelenti, ı´gy nagy elo˝nyt
jelent, ha a futtata´si ko¨rnyezet fel van ra´ ke´sz´ıtve e´s nem a fejleszto˝nek kell az ilyen
megolda´sokat implementa´lni.
• Aszinkron u¨zenetkezele´s. Egyma´ssal nem tu´l szoros kapcsolatban a´llo´ rendszerek
ko¨zo¨tti u¨zenetku¨lde´st megvalo´s´ıto´ rendszer. Az aszinkron u¨zenetkezelo˝ rendszer
az elku¨ldo¨tt u¨zeneteket akkor is mego˝rzi, ha a partnerrendszer e´p nem mu˝ko¨dik.
Jelen alkalmaza´s esete´ben a Java EE rendszer ezen szolga´ltata´sa´t nem haszna´ljuk
ki. A ke´so˝bbi tova´bbfejleszte´sne´l szo´ba keru¨lt SMS e´rtes´ıto˝rendszerne´l lehetse´ges a
kihaszna´la´sa abban az esetben, ha a mobilszolga´ltato´ SMS szervere valamie´rt nem
ele´rheto˝.
• Biztonsa´g. To¨bbfelhaszna´lo´s rendszerekne´l felmeru¨l a biztonsa´g ke´rde´se. Mit tehet
meg az adott felhaszna´lo´? Egya´ltala´n hogyan azonos´ıtjuk a felhaszna´lo´t? Mivel
to¨bbre´tegu˝ elosztott alkalmaza´sokro´l besze´lu¨nk e´s ezek az alkalmaza´sok a ha´lo´zaton
kommunika´lnak, legto¨bbszo¨r nem csak a ce´ges ha´lo´zaton belu¨l, hanem az Inter-
neten is, felmeru¨l a ke´rde´s, hogyan ve´dekezzu¨nk a ha´lo´zati forgalom rosszindulatu´
mo´dos´ıta´sa vagy lehallgata´sa ellen.
• Monitoroza´s e´s beavatkoza´s. Bizonyos esetekben szu¨kse´g lehet a mu˝ko¨de´s nyomon
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ko¨vete´se´re hibakerese´s vagy statisztikake´sz´ıte´s ce´lja´bo´l, illetve, hogy bizonyos es-
etekben beavatkozzunk a mu˝ko¨de´sbe.
A fenti szempontok figyelembe ve´tele´vel a va´laszta´s ve´gu¨l a Java Enterprise Edition
technolo´gia´ra e´s a hozza´ kapcsolo´do´ eszko¨zke´szletre esett, melyet ke´so˝bb re´szletesebben
ismertetek.
4.4. a´bra. To¨bbre´tegu˝ architektu´ra
Felveto˝do¨tt a leheto˝se´g, hogy ma´s inte´zme´nyek is haszna´lna´k a ke´so˝bbiekben ezt a
rendszert, ı´gy ezt a te´nyt is figyelembe kellett venni az alkalmazando´ technika, tech-
nika´k kiva´laszta´sakor. A jo¨vo˝ben elke´pzelheto˝, hogy to¨bb inte´zme´nyt vonnak o¨ssze, ı´gy
megno¨vekszik az egy rendszeren belu¨l kezelendo˝ tanulo´k sza´ma, ezzel egyu¨tt megno¨vek-
szik az ero˝forra´sige´ny. Emiatt ma´r a kezdetekto˝l fogva ska´la´zhato´va´ kell tenni a rendszert.
Amiatt, hogy erre ne kelljen sok fejleszto˝i ero˝forra´st ”pazarolni”, ı´gy ki lehet haszna´lni a
Java EE a´ltal nyu´jtott leheto˝se´geket. Biztos´ıtani kellett azt is, hogy a felhaszna´lo´i szem-
pontbo´l a leheto˝ legegyszeru˝bb legyen a kliensoldali re´teg. Legala´bbis ami a kliens oldal
u¨zemeltete´se´t jelenti. A felhaszna´lo´k to¨bbse´ge kezdetekben az inte´zme´ny dolgozo´i lesznek.
O˝k nem informatikai szakemberek, nem felte´tlenu¨l tud egy u´j szoftververzio´ megjelene´se
esete´n o¨na´llo´an egy kliens oldali szoftvert feltelep´ıteni vagy friss´ıteni. A szu˝k huma´n
ero˝forra´sok miatt lehetse´ges, hogy az inte´zme´nyben nincs erre a ce´lra kijelo¨lt informatikai
szakember, aki a kliens oldali karbantarta´st elve´gzi. I´gy a legjobb megolda´snak a Webes
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kliens tu˝nt minden szempont szerint. I´gy ba´rki ele´rheti egy egyszeru˝ bo¨nge´szo˝bo˝l az alka-
lmaza´st, ba´rhol is tarto´zkodjon. A ke´so˝bbi tova´bbfejleszte´si ige´nyeket szem elo˝tt tartva is
a webes technolo´gia alkalmaza´sa jelentette a legjobb megolda´st. Nem csak inte´zme´nyen
beu¨l e´rheto˝ el az alkalmaza´s, hanem ba´rhonnan egy web bo¨nge´szo˝ seg´ıtse´ge´vel. I´gy a
ke´so˝bbi tova´bbfejleszte´sek sora´n leheto˝se´get tudunk majd biztos´ıtani a szu¨lo˝knek illetve a
dia´koknak, hogy o˝k is, aka´r otthonro´l hozza´fe´rhessenek a rendszerhez. A ta´voli hozza´fe´re´s
seg´ıtse´ge´vel a dolgozo´k, aka´r otthonro´l is elve´gezhetik feladataikat. Nem kell bent marad-
nia az inte´zme´nyben munkaido˝ uta´n, hogy elve´gezze adminisztrat´ıv feladatait, mert hi-
vatalos dokumentumokat, mint pl. oszta´lynaplo´ nem vihet ki az inte´zme´nybo˝l. La´thato´,
hogy a Java EE ko¨rnyezet rendk´ıvu¨li o¨sszetettse´ge re´ve´n rengeteg szolga´ltata´st nyu´jt a
fejleszto˝nek, sok munka´t ”levesz a va´lla´ro´l” ı´gy a fejleszto˝nek csak a le´nyegi dolgokra,
az u¨zleti logika´ra kell koncentra´lnia e´s nem kell azokat az alkalmaza´s mu˝ko¨de´se szem-
pontja´bo´l fontos dolgokat implementa´lnia, amelyeket biztos´ıt a keretrendszer. I´gy a fe-
jleszte´s hate´konyabb lesz, ro¨vidu¨l a fejleszte´si ido˝, kevesebb a hibaleheto˝se´g, ugyanis a
keretrendszert rengetegen haszna´lja´k minden teru¨lten, a kis va´llalatokto´l kezdve ege´szen
a bankszektorig, ı´gy a hiba´k is hamarabb elo˝jo¨nnek.
4.2.2. A felhaszna´lt szoftverko¨rnyezet
4.2.2.1. Java nyelv
Java2 nyelv egy objektumorienta´lt programoza´si nyelv melyet a Sun Microsystems3
fejlesztett ki a 90-es e´vek eleje´n. A Java egyik legfontosabb tulajdonsa´ga a plat-
formfu¨ggetlense´g. Ez azt jelenti, hogy a Javaban ı´rt programok hasonlo´an fognak futni
a ku¨lo¨nbo¨zo˝ hardvereken. Pe´lda´ul egy Java alkalmaza´s elvileg va´ltoztata´s ne´lku¨l fut
egy komoly asztali munkaa´lloma´son ugyan u´gy, mint egy mobiltelefonon. A nyelvnek
ez a tulajdonsa´g komolyan befolya´solta a mellette valo´ do¨nte´st. Mivel iskolai admin-




4.5. a´bra. Java 2 SDK fele´p´ıte´se
inte´zme´nyek va´ltozatos hardver- e´s szoftverella´tottsa´ggal rendelkeznek, mely do¨nto˝en be-
folya´solja, milyen szoftvereket tudnak futtatni megle´vo˝ rendszeru¨ko¨n. Ba´r jelenleg az
a´llam jo´volta´bo´l az oktata´si inte´zme´nyek ingyen jutnak Microsoft licenchez, la´tva a jelen-
legi gazdasa´gi helyzetet, hosszu´ ta´von nem biztos, hogy ez a leheto˝se´g fenntarthato´. I´gy
leheto˝se´get kell biztos´ıtani arra, hogy a szoftver to¨bbfe´le hardver e´s szoftverko¨rnyezetben
is haszna´lhato´ legyen. Ennek egyik mo´dja, ha valamilyen platform fu¨ggetlen megolda´st
va´lasztunk, melyre tala´n a legjobb va´laszta´s a Java illetve ennek kiterjeszte´se a Java Enter-
prise Edition. A platformfu¨ggetlense´get u´gy valo´s´ıtja meg a Java, hogy a ford´ıto´program
csak byte ko´dra ford´ıtja le a forra´sko´dot, ami ezuta´n futtata´sra keru¨l a Java Virtua´lis
Ge´pen (JVM) amely leford´ıtja az illeto˝ hardver ge´pi ko´dja´ra. Tova´bba´ le´teznek sz-
abva´nyos ko¨nyvta´rcsomagok, melyek leheto˝ve´ teszik az adott hardver illetve szoftver
saja´tossa´gainak, - mint pl.: grafika, ha´lo´zat, sza´lkezele´s - egyse´ges mo´don valo´ kezele´se´t.
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4.2.2.2. Java Enterprise Edition
”
A Java EE egymondatos meghata´roza´sa az ala´bbi lehetne: architektu´ra
va´llalati me´retu˝ alkalmaza´sok fejleszte´se´re a Java nyelv e´s internetes tech-
nolo´gia´k felhaszna´la´sa´val.”4
Mie´rt nem elegendo˝ neku¨nk a Java nyelv? Nagyme´retu˝ rendszerek fejleszte´se´ne´l gyakran
fogalmazo´dnak meg hasonlo´ ko¨vetelme´nyek, mint a ska´la´zhato´sa´g, biztonsa´g e´s ma´s rend-
szerekkel valo´ integra´lhato´sa´g. A Java EE ezekre a gyakori proble´ma´kra nyu´jt egyse´ges
megolda´st, ezekre a proble´ma´kra nyu´jt egy egyse´ges keretrendszert, mely kiele´g´ıti a fent
eml´ıtett ige´nyeket.
4.6. a´bra. Java EE fele´p´ıte´se




Az implementa´cio´ elkezde´sekor az elso˝ felveto˝do˝ ke´rde´sek, hogy milyen alkalmaza´s e´s
adatba´zis szervert va´lasszunk a fejleszte´shez e´s a tesztele´shez. Milyen IDE legyen al-
kalmazva a fejleszte´s sora´n, illetve, hogy haszna´ljunk-e valamilyen verzio´kezelo˝ rend-
szert a fejleszte´s folyama´n. Szerencse´re mindha´rom eszko¨zbo˝l bo˝ va´laszte´k tala´lhato´.
Nem gondolkodhattam u´gy, hogy mi lenne, ha egy nagy szoftverfejleszto˝ ce´gnek kel-
lene kiva´lasztanom ezeket az eszko¨zo¨ket. I´gy maradnom kellett a realita´sna´l, mely sz-
erint egy iskolai adminisztra´cio´s rendszert fejlesztek egyedu¨l e´s ennek megfelelo˝en kell az
eszko¨zo¨ket megva´lasztanom. Az alkalmaza´sszerverne´l a legke´zenfekvo˝bb megolda´snak a
Sun a´ltal ke´sz´ıtett GlassFish alkalmaza´sszerver tu˝nt, mely a Java EE technolo´gia refer-
encia megolda´sa. Az RDBMS kiva´laszta´sa is ko¨nnyen ment. Nem kellet foglalkozni a
teljes´ıtme´nnyel, robosztussa´ggal, hogy milyen szoftver e´s hardver ko¨rnyezetben kell majd
futnia az RDBMS-nek, milyen mennyise´gu˝ adatot kell kezelnie, ha´ny ke´re´st/tranzakcio´t
kell kiszolga´lnia egy ido˝ben. A legfontosabb szempont a kiva´laszta´sna´l a ko¨nnyu˝ kezel-
heto˝se´g volt. Ne kelljen sokat veszo˝dni a telep´ıte´ssel, konfigura´la´ssal, adminisztra´la´ssal.
Fontos szempont volt az alkalmaza´sszerverrel e´s az fejleszto˝ko¨rnyezettel valo´ egyszeru˝ in-
tegra´lhato´sa´g. A fejleszte´shez haszna´lt ”szo¨vegszerkeszto˝” megtala´la´sa ma´r izgalmasabb
feladat volt. A notepad-et elso˝ ko¨rben kiejtettem e´s nem csak az e´n lustasa´gom mi-
att, hanem mert egy egyszeru˝ szo¨vegszerkeszto˝ te´nyleg nem elegendo˝ egy ilyen me´retu˝
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fejleszte´shez.
Ke´zenfekvo˝ volt egy, a ko¨rnyezethez fejlesztett IDE haszna´lata. A bo˝se´g zavara´ban
kellet megtala´lni a nekem leginka´bb megfelelo˝t. A ko¨vetkezo˝ eszko¨zo¨k jo¨ttek szo´ba:
• IntelliJ IDEA 1
• IBM - WebSphare Studio 2
• Oracle - Jdeveloper 3
• NetBeans 4
• Eclipse 5
A kereskedelmi terme´kek itt is elso˝ ko¨rben kiestek, teha´t maradt a NetBeans e´s az
Eclipse. Az Eclipse nagyon szimpatikus IDE sza´momra. A szo¨vegszerkeszto˝ re´sze a
legjobb a le´tezo˝ eszko¨zo¨k ko¨zo¨tt. Viszont az Eclipse integra´lhato´sa´ga a GlassFisshel nem a
legjobb, nagyon ko¨ru¨lme´nyes, sok proble´ma van vele e´s jelenleg nem is a legstabilabb. I´gy a
fejleszte´s kezdeti szakasza´ban tapasztalt kellemetlense´gek arra az elhata´roza´sra juttattak,
hogy ki kellene pro´ba´lni a NetBeanst, mely a Sun gyermeke e´s to¨ke´letesen integra´lva van
a GlassFish alkalmaza´s szerverrel. Ba´r nem olyan produkt´ıv a NetBeans mint az Eclipse,
de az uto´bbi
”
hia´nyossa´gai” miatt a fejleszte´st teljes me´rte´kben a NetBeans seg´ıtse´ge´vel
ve´geztu¨k. A fejleszte´s folyama´n a Sun kiadott a GlassFish alkalmaza´sszerverbo˝l egy
Eclipsbe integra´lhato´ va´ltozatot, mely modulke´nt e´pu¨l be a fejleszto˝ko¨rnyezetbe, de akkor
ma´r nem lett volna ce´lszeru˝ lecsere´lni az IDE-t. Verzio´kezelo˝ rendszer alkalmaza´sa´nak ad-
dig, mı´g a fejleszte´st egyedu¨l ve´gzem, nem la´tom e´rtelme´t. A cp parancs e´s a gz to¨mo¨r´ıto˝







5.1. Az alkalmaza´s szerkezete
A fejleszte´s sora´n az MVC minta alkalmaza´sa´ra to¨rekedtem. Az MVC (Modell-View-
Controller) terveze´si minta a modell, a ne´zet e´s a veze´rle´s logikai sze´tva´laszta´sa´n ala-
pul. Modell alatt egy vagy to¨bb oszta´ly e´rtu¨nk mely a valo´sa´g egy darabja´t le´ıro´ en-
tita´sokat reprezenta´lja. A megjelen´ıte´st a View ve´gzi, mely ke´pes az informa´cio´kat ren-
dezett forma´ban megjelen´ıteni. A veze´rlo˝ pedig kontrolla´lja a kiszolga´lo´ e´s a felhaszna´lo´
ko¨zo¨tti pa´rbesze´det. A controller szerepe´t a backing beanek to¨ltik be. A modellt az en-
tita´s menedzser beanjei adja´k. A View-t a JSF keretrendszer genera´lja a backing beanek
seg´ıtse´ge´vel.
5.1. a´bra. MVC terveze´si minta
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5.2. Adat re´teg
Az rendszer fejleszte´se sora´n az adatele´re´si re´teghez az Apache Derbyt 6 haszna´ltam,
melynek okairo´l ke´so˝bbiekben ı´rok. Az adatele´re´si re´teg fo¨lo¨tt a JPA provider tala´lhato´.
Maga´ra a JPA providerre van b´ızva az adatre´teg kezele´se. Ezzel to¨bb dolgot is
sikeru¨lt ele´rni. Egyre´szt nincs ”beledro´tozva” az alkalmaza´sba egy konkre´t szerver, ezzel
leheto˝se´get biztos´ıtunk a megrendelo˝nek, hogy tetszo˝leges adatba´zisszervert alkalmazzon.
Ma´sre´szt fejleszto˝i oldalro´l megko¨zel´ıtve, a fejleszto˝nek sem kell az egyes DBMS rend-
szerek helyi dialektusa´val foglalkoznia. Maga´t az adatba´zis se´ma´t is a JPA genera´lja.
A JPA elleno˝rzi az adatba´zisse´ma´t, e´s amennyiben nem tala´lja benne a szu¨kse´ges
adatba´zis elemeket, automatikusan legenera´lja ezen elemek le´trehoza´sa´hoz szu¨kse´ges DDL
utas´ıta´sokat, majd ve´gre is hajtja azokat.
5.3. Entita´s re´teg
Ennek a re´tegnek a feladata, hogy egy adott objektum adatait perzisztes mo´don ta´rolja
e´s biztos´ıtsa az alkalmaza´s sza´ma´ra a hozza´fe´rheto˝se´get.
5.4. JSF re´teg
A JSF a Java EE ko¨rnyezet a´ltal biztos´ıtott webes keretrendszer. A JSF webes keretrend-
szer ce´lja, hogy o¨sszekapcsolja a grafikus e´s felu¨lettervezo˝ a´ltal megtervezett felu¨letet e´s
a felhaszna´lo´i felu¨let mo¨go¨tt a´llo´ u¨zleti logika´t. A JSF re´teg tette leheto˝ve´ azt, hogy a
fejleszte´s sora´n ne nagyon keljen foglalkoznom a felhaszna´lo´i felu¨let kine´zete´vel. Egy vis-
zonylag egyszeru˝, purita´n felu¨lete van az alkalmaza´snak, ı´gy elso˝sorban az u¨zleti logika´ra
koncentra´lhattam, majd a ke´so˝bbiek folyama´n a JSF re´teget megfelelo˝en mo´dos´ıtva




5.5. Web kliens re´teg
A re´teg u´gy lett kialak´ıtva, hogy a legto¨bb bo¨nge´szo˝vel kompatibilis legyen, az oldalak
mindenhol hasonlo´an jelenjenek meg.
5.6. Felhaszna´lt technolo´gia´k
5.6.1. JPA
A JPA (Java Persistence API) automatikus objektumrela´cio´s leke´peze´s megvalo´s´ıta´sa´t
ta´mogato´ technolo´gia mely re´sze az EJB3 specifika´cio´nak, de a Java SE ko¨rnyezetben is
haszna´lhato´ 7.
5.6.2. Entita´sok
Ne´zzu¨nk egy egyszeru˝ pe´lda´t, melyben egy iskolai oszta´ly reprezenta´la´sa´hoz kialak´ıtott
entita´st hozunk le´tre.
5.2. a´bra. Oszta´ly e´s oszta´lyfo˝no¨k entita´s











* @author Bodna´r Jo´zsef
*/
@Entity
public class Osztaly implements Serializable {




@Column(name = "nev", length = 50, unique=true, nullable = false)
private String nev;
public String getNev() {
return nev;
}
public void setNev(String nev) {
this.nev = nev;
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}public Long getOsztalyfonok() {
return osztalyfonok;
}




public Long getId() {
return id;
}




public int hashCode() {
int hash = 0;




public boolean equals(Object object) {
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if (!(object instanceof Osztaly)) {
return false;
}
Osztaly other = (Osztaly) object;
if ((this.id == null && other.id != null) ||






public String toString() {
return "core.Osztaly[id=" + id + "]";
}
}
De mi is az entita´s? La´thatjuk, hogy az oszta´ly adatainak reprezenta´la´sa´hoz, ha´rom
adattal kell rendelkeznu¨nk. Az oszta´ly neve´vel, az oszta´lyfo˝no¨k szeme´lye´vel e´s az
oszta´ly azonos´ıto´ja´val. Ezeket az adatokat az alkalmaza´shoz haszna´lt rela´cio´s adatba´zis
kezelo˝kben tartja´k nyilva´n a leggyakrabban. A Java nyelv fele´p´ıte´se´bo˝l ado´do´an vis-
zont objektumokkal dolgozunk, teha´t a rela´cio´s adatba´zisban ta´rolt adatokat valahogy
meg kell feletetnu¨nk Java ko¨rnyezetben haszna´lt objektumoknak. Ehhez az objektum-
rela´cio´s leke´peze´st haszna´lja´k, melynek le´nyege, hogy az oszta´lyokat adatba´zis ta´bla´knak,
az oszta´lyok attribu´tumait pedig az adatba´zista´bla oszlopainak felelteti meg. Haszna´lat
sora´n az adott entita´soszta´ly egy pe´lda´nya pedig egy adatba´zista´bla egy rekordja´nak felel-
tetheto˝ meg. Entita´sokat hagyoma´nyos POJO objektumok e´s annota´cio´k seg´ıtse´ge´vel
nagyon egyszeru˝en le´trehozhatunk. A POJO (Plain Old Java Object) oszta´ly egy
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hagyoma´nyos oszta´ly melynek le´trehoza´sakor a ko¨vetkezo˝ szempontokat kell figyelembe
venni:
• attribu´tumai - melyek az adatba´zis oszlopainak felelnek meg - priva´tak
• mezo˝ket csak az oszta´lyon k´ıvu¨lro˝l, publikus meto´dusokon keresztu¨l e´rhetju¨k el mely
meto´dusok setter/getter pa´ros (a fenti pe´lda´ban setNev/getNev). A getterek illetve
setterek le´trehoza´sa elvileg nem jelent to¨bbletterhet a fejleszto˝re ugyanis egy jo´
fejleszto˝eszko¨z ta´mogatja ezeket e´s le´trehozza a programozo´ helyett.
• van alape´rtelmezett konstruktora. Az alape´rtelmezett konstruktor seg´ıtse´ge´vel az
oszta´ly objektumait a JPA reflectiont haszna´lva tudja pe´lda´nyos´ıtani
5.6.2.1. Annota´cio´
A Java EE a POJO objektumokat az annota´cio´k seg´ıtse´ge´vel tudja leke´pezni a rela´cio´s
adatba´zisba. Az annota´cio´, mint nyelvi elem a Java Standard Edition 5.0 verzio´ja´val
keru¨ltek bevezete´sre. A Java EE 5.0 o´ta az OR mapping ezzel a technolo´gia´val
van megoldva, mely nagyme´rte´kben egyszeru˝s´ıtette az adatba´zisban ta´rolt rekordok
leke´peze´se´t objektumokka´. A Java EE 5. verzio´ja elo˝tt az objektumrela´cio´s leke´peze´s
sokkal fa´jdalmasabb volt a fejleszto˝k sza´ma´ra. Specia´lis kommentek e´s XML a´lloma´nyok
seg´ıtse´ge´vel volt megvalo´s´ıthato´. Ez nagyme´rte´kben nehez´ıtette a fejleszte´st, mert to¨bb
helyen, a kommentekben e´s az XML a´lloma´nyokban volt sze´tszo´rva az objektumrela´cio´s
leke´peze´shez haszna´lt ko´d. Az adatba´zisok leke´peze´se´hez le´nyege´ben nem kell ma´st
tennu¨nk, mint egy oszta´lyt definia´lnunk. Az elke´szu¨lt oszta´lyt kiege´sz´ıtve ne´ha´ny an-
nota´cio´val el is ke´szu¨lt a leke´peze´st ve´gzo˝ oszta´lyunk. Majd ezt az oszta´ly pe´lda´nyos´ıtva
a le´trejo¨vo˝ objektum fogja reprezenta´lni az adatta´bla egy rekordja´t a memo´ria´ban. Az
annota´cio´ t´ıpusa´t egy interfe´szen keresztu¨l definia´lhatjuk. Ezt az interfe´szt kell imple-
menta´lni az oszta´lyban. A mi esetu¨nkben az entita´s oszta´lyban haszna´lando´ annota´cio´hoz
a javax.persistence csomagot kell haszna´lnunk. A forra´sban az @Entity annota´cio´val
tudjuk jelezni, hogy egy entita´sro´l van szo´. Az oszta´lyt el kell la´tni attribu´tumokkal,
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melyek az adatta´bla egyes rekordjait fogja´k jelenteni. Az egyes attribu´tumoknak priva´t
adattagoknak kell lenniu¨k, teha´t ezeket az oszta´lyon k´ıvu¨lro˝l ko¨zvetlenu¨l nem lehet ele´rni.
Majd az egyes adattagokhoz le´tre kell hozni a setter/getter meto´dusokat, melyekkel az
adattagok e´rte´ke´t tudjuk megva´ltoztatni illetve leke´rdezni. A fenti pe´lda´ban ahol egy isko-
lai oszta´lyt reprezenta´lunk a private String nev attribu´tum ta´rolja az oszta´ly neve´t. Ez
az attribu´tum private la´thato´sa´gu´, teha´t nem e´rheto˝ el ko¨zvetlenu¨l az oszta´lyon k´ıvu¨lro˝l.
Ehhez az attribu´tumhoz le´trehoza´sra keru¨lt a public String getNev() e´s a public void set-
Nev(String nev) meto´dusok. Mint la´thatjuk ezeknek a meto´dusoknak a la´thato´sa´ga pub-
lic, teha´t ma´r oszta´lyon k´ıvu¨lro˝l is ele´rheto˝ek. Ezek szerkezete´t a Java EE specifika´cio´ja
pontosan definia´lja annak e´rdeke´ben, hogy az alkalmaza´sszerver megtala´lni, e´s kezelni
tudja ezeket a meto´dusokat. Az elso˝dleges kulcs definia´la´sa´ra az @Id annota´cio´t vezette
be a Java EE. Az elso˝dleges kulcs entita´s oszta´lyok attribu´tumaira bizonyos megszor´ıta´sok
e´rve´nyesek. Nem vehetnek fel ba´rmilyen t´ıpust. Csak bizonyos primit´ıv t´ıpusu´ak, il-
letve String e´s Date t´ıpusu´ak lehetnek. Ezzel a pa´r le´pe´ssel le´nyege´ben el is ke´szu¨lt a
fejleszto˝ az entita´ssal. Csak ennyi dolga volt. Innento˝l kezdve az alkalmaza´s szerver fe-
ladata, hogy a rendszerhez kapcsolt konkre´t adatba´zisszerverben le´trehozza a ta´bla´kat
e´s egye´b adatba´zis elemeket. Az adatta´bla´k nevei az oszta´lyok nevei lesznek, a mezo˝
neveket pedig az oszta´lyban tala´lhato´ attribu´tumok alapja´n fogja ke´pezni a rendszer.
Terme´szetesen etto˝l el lehet te´rni, a fejleszto˝nek leheto˝se´ge van felu¨ldefinia´lni a Java EE
a´ltal le´trehozott adatta´bla e´s mezo˝neveket. Erre szinte´n az annota´cio´k haszna´lhato´k.
A ta´bla neve´nek felu¨ldefinia´la´sa´ra a @Table annota´cio´ haszna´lhato´, mı´g a mezo˝nevek
felu¨ldefinia´la´sa´ra e´s tulajdonsa´gaik mo´dos´ıta´sa´ra a @Column annota´cio´t vezette´k be. A
@Column annota´cio´t megfelelo˝en parame´terezve nem csak az adatba´zis ta´bla mezo˝inek
neve´t adhatjuk meg, hanem a mezo˝re vonatkozo´an ku¨lo¨nbo¨zo˝ megszor´ıta´sokat is tehetu¨nk.
A length parame´terrel a mezo˝ hossza´t tudjuk szaba´lyozni. Terme´szetesen csak olyan
t´ıpusu´ mezo˝k esete´n ahol ennek van e´rtelme, mert egy logikai t´ıpusna´l nincs e´rtelme
mezo˝ hosszro´l besze´lni. A keretrendszer leheto˝se´get biztos´ıt sza´munkra az adatba´zismezo˝
egyedise´ge´nek biztos´ıta´sa´ra. Erre szolga´l a @Column annota´cio´ unique parame´tere. En-
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nek seg´ıtse´ge´vel a JPA az objektumrela´cio´s leke´peze´s sora´n egy unique constraintet fog
az adatta´bla megfelelo˝ mezo˝je´re a´ll´ıtani. A parame´ter boolean t´ıpusu´, teha´t ha az e´rte´ke
igaz (unique=true) abban az esetbe a futtato´ko¨rnyezet le´trehozza az adatba´zismezo˝ho¨z
tartozo´ unique constrainter, amennyiben hamis e´rte´ket adun parame´teru¨l (unique=false)
az egyedise´get biztos´ıto´ constraint nem keru¨l le´trehoza´sra. Fontos me´g az adatta´bla
mezo˝ine´l szaba´lyoznunk, hogy az adott mezo˝ kito¨lte´se ko¨telezo˝-e vagy nem, vagyis hogy
az adott mezo˝ tartalmazhat-e null e´rte´ket. Ez a nullable parame´terrel jelo¨lhetju¨k, mely
hasonlo´an logikai igaz vagy hamis e´rte´ket va´r, mint az unique parame´ter. A Java EE 5.0-
val a Sun a Java EE egyik nagy hia´nyossa´ga´t orvosolta, me´gpedig az elso˝dleges kulcsok
automatikus genera´la´sa´t, vagyis a szekvencia´kat. Ehhez az entita´s oszta´lyon belu¨l kell
kiege´sz´ıtenu¨nk az elso˝dleges kulcsot a @GeneratedValue annota´cio´val. Az ı´gy le´trehozott
elso˝dleges kulcsokra me´g ero˝sebb megszor´ıta´sok e´rve´nyesek, mint fentebb eml´ıtettem.
Csak e´s kiza´ro´lag ege´sz t´ıpussal rendelkezo˝ elso˝dleges kulcsot lehet automatikusan lehet
genera´lni. A genera´la´s t´ıpusa´t a strategy parame´terben lehet definia´lni mely a ko¨vetkezo˝
e´rte´kek egyike´t veheti fel:
• SEQUENCE: a rela´cio´s adatba´zis kezelo˝ a´ltal kezelt sza´mla´lo´ seg´ıtse´ge´vel a´ll´ıtja
be az elso˝dleges kulcs e´rte´ke´t automatikusan. A sza´mla´lo´t a @SequenceGenerator
annota´cio´ban kell definia´lni.
• IDENTITY: egy adatba´zisbeli ta´bla egy auto´inkrementa´lando´ oszlopa´ra fog
leke´pezo˝dni az elso˝dleges kulcs attribu´tuma.
• TABLE: egy adatba´zis adatta´bla´ja´nak egy adott mezo˝je´ben le´vo˝ e´rte´k lesz a
ko¨vetkezo˝ genera´lando´ e´rte´k.
• AUTO: e´rte´k esete´n a fenti ha´rom strate´gia ko¨zu¨l automatikusan va´laszt a kere-
trendszer, terme´szetesen atto´l fu¨ggo˝en, hogy a keretrendszer alatt le´vo˝ rela´cio´s
adatba´zis kezelo˝ melyik megolda´st ta´mogatja.
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A keretrendszer o¨sszetett kulcsok definia´la´sa´ra is leheto˝se´get biztos´ıt az @IdClass an-
nota´cio´ seg´ıtse´ge´vel. Mivel az entita´sok az adatta´bla´k leke´peze´sei e´s az adatta´bla´k ko¨zo¨tt
bizonyos kapcsolat le´tezik, eze´rt a ko¨rnyezet biztos´ıtja sza´mukra, hogy az entita´sok ko¨zo¨tt
is - hasonlo´an az adatta´bla´khoz, ezt a kapcsolatot meg tudjuk valo´s´ıtani. Ez szinte´n a
JPA seg´ıtse´ge´vel oldhato´ meg a megfelelo˝ annota´cio´k alkalmaza´sa´val. A @OneToOne,
@OneToMany, @ManyToOne @ManyToMany annota´cio´kat kell alkalmaznunk, melyet
a kapcsolat ma´sik ve´ge´t reprezenta´lo´ attribu´tumra vagy meto´dus alapu´ ele´re´s esete´n
a megfelelo˝ setter e´s getter meto´dusra kell alkalmazni. A kapcsolat lehet egyira´nyu´
vagy ke´tira´nyu´. Egyira´nyu´ esete´ben csak az egyik entita´sbo´l lehet ele´rni a ma´sik oldalt.
Egyira´nyu´ esete´ben a tulajdonos oldal egye´rtelmu˝. Ke´tira´nyu´ esete´n az ala´bbi szaba´lyok
e´rve´nyesek:
• Egy-egy kapcsolat esete´n az az oldal a tulajdonos, amelyik az idegen kulcsot tartal-
mazza.
• Egy-to¨bb kapcsolat esete´n a ”to¨bb” oldal a tulajdonos.
• To¨bb-to¨bb kapcsolatban ba´rmelyik oldal lehet tulajdonos.
5.6.3. Entita´sok e´letciklusa
Az entita´s mindig a 5.3 a´bra´n la´thato´ a´llapot valamelyike´ben tala´lhato´. 8
5.6.4. Perzisztencia provider
A perzisztenci provider biztos´ıtja az entita´sok e´letciklusa´nak kezele´se´t, az adatba´zis
e´s memo´riabeli adatok szinkroniza´la´sa´t. Alapveto˝ interfe´szeket definia´l, mely mo¨go¨tt
tetszo˝leges megvalo´s´ıta´s a´llhat. Elterjedt perzisztencia providerek pl. TopLink -
mely a Sun 9 a´ltal ke´sz´ıtett referencia implementa´cio´ -, Hibernate, OpenJPA. Az
8Forra´s: Imre Ga´bor: Szoftverfejleszte´s Java EE platformon
9http://www.sun.com
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entita´sokat az EntityManager interfe´sze´n keresztu¨l kezelju¨k. Minden EntityManager
pe´lda´ny entita´sok olyan halmaza´val dolgozik, mely minden elso˝dleges kulccsal rendelkezo˝
perzisztens pe´lda´nyhoz egyetlen egyedi memo´riabeli objektumpe´lda´ny tartozik. Az ilyen
entita´shalmazokat perzisztenciakontextusoknak h´ıvjuk.
5.6.5. JSF
A JavaServer Faces technolo´gia az egyik legelterjedtebb webes keretrendszer. A Java EE
technolo´gia re´sze, eze´rt az alkalmaza´sszerve alape´rtelmezetten tartalmazza. A legto¨bb
fejleszto˝i ko¨rnyezet ta´mogatja e technolo´gia´t olya mo´din is, hogy drag and drop mo´don
o¨sszerakhatunk vele felhaszna´lo´i felu¨leteket is. Mindezt aka´r me´g azelo˝tt, hogy a mo¨go¨ttes
u¨zleti logika elke´szu¨lt volna. A technolo´gia ta´mogatja a saja´t JSF komponensek fe-
jleszte´se´t is, ı´gy rengeteg megolda´s le´tezik belo˝le, a legva´ltozatosabb komponenseket
tala´lhatjuk meg a ku¨lo¨nbo¨zo˝ gya´rto´k e´s szervezetek k´ına´lata´ban. To¨bb komponenst
5.3. a´bra. Entita´sok e´letciklusa
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is kipro´ba´ltam, de a genera´lando´ ko´d mennyise´ge miatt maradtam a standard kompo-
nensekne´l. A ke´so˝bbiek folyama´n, ha me´gis szu¨kse´g lenne valamelyik ma´sik komponens
extra szolga´ltata´saira, nagyon ko¨nnyen le lehet majd csere´lni az alap komponenseket
az u¨zleti logika mo´dos´ıta´sa ne´lku¨l. Ba´r a JSF technolo´gia´t nagyon ko¨nnyu˝ haszna´lni,
a fejleszte´s sora´n ra´ kellett do¨bbennem, hogy a mo¨go¨ttes technolo´gia´k ismerete ne´lku¨l,
melyekre e´pu¨l a JavaServer Faces - ba´r meg lehet lenni -, de a hate´kony fejleszte´shez e´s
a JavaServer Faces haszna´lata sora´n felmeru¨lo˝ hiba´k gyors e´s hate´kony felder´ıte´se´hez e´s
kijav´ıta´sa´hoz ezen technolo´gia´k ismerete ne´lku¨lo¨zhetetlen. I´gy el kellet me´lyednem a JSP
(Java Server Pages) e´s a Servlet technolo´gia´kban. Annak ellene´re, hogy a Java Servlet
technolo´gia nem volt ismeretlen sza´momra, mivel az elo˝zo˝ szakdolgozatomat ebben a
te´ma´ban ı´rtam, a Java EE 5.0 verzio´ja´ban to¨rte´nt va´ltoza´sokat, amelyek a J2EE10 verzio´
uta´n keru¨ltek bele, a kellemetlense´gek megelo˝ze´se e´rdeke´ben a´t kellet tanulma´nyoznom.
Mivel a JavaServer Faces nem ko¨zvetlenu¨l a Java Servletekre e´pu¨l, hanem van egy ko¨ztes
technolo´gia a JSP (Java Server Pages) mely a Servletekre e´pu¨l, a´t kellet tanulma´nyoznom
a JSP technolo´gia´t is.
5.6.5.1. Servlet
A Servletek olyan specia´lis Java oszta´lyok, melyek seg´ıtse´ge´vel hate´konyan e´s ko¨nnyen
fejleszthetu¨nk dinamikus tartalmakat genera´lo´ szerveroldali megolda´sokat. A´ltala´ban
webes alkalmaza´sok tartalma´nak genera´la´sa´ra haszna´lja´k, de leheto˝se´g van a Servletek
seg´ıtse´ge´vel valamilyen rich kliens megolda´s kiszolga´la´sa´ra is.
5.6.5.2. JSP
A JSP (Java Server Pages) a Servleteket kiege´sz´ıto˝ szerveroldali technolo´gia. A hangsu´ly a
kiege´sz´ıte´sen van, vagyis a JSP a Servletekre e´pu¨l, Servletek seg´ıtse´ge´vel van megvalo´s´ıtva.
Milyen elo˝nyo¨kkel ja´r a JSP a Servletekkel szemben: A Servletekben a Java ko´dba van-
nak belea´gyazva a HTML jelo¨lo˝elemek melyek ı´gy jelento˝sen rontja´k az a´tla´thato´sa´got,
10J2EE: A Java EE 5 elo˝zo˝ verzio´ja´nak neve.
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kezelheto˝se´get. A Java Server Pages bevezete´se´vel ezt a keverede´st szu¨ntette´k meg u´gy,




A rendszertesztele´s a szoftverfejleszte´s jelenlegi szakasza´ban ad-hoc jelleggel zajlik.
Ne´ha´ny lelkes kolle´ga va´llalta, hogy a napi rutinjait a ”ke´zi” feldolgoza´s mellet elve´gzi
az elke´szu¨lt szoftvermodulokkal. I´gy elleno˝rizni tudjuk a szoftver helyes mu˝ko¨de´se´t, mert
a re´gi jo´l beva´lt folyamatokkal egy ido˝ben zajlik a teszt ı´gy rendelkeze´sre a´llnak pontos
tesztadatok is, meg tudjuk a´llap´ıtani, hogy a szoftver megfelel-e a specifika´cio´nak. Mivel
egy teljes e´v van a tesztele´sre - ugyanis a szoftver e´les ko¨rnyezetben valo´ haszna´lata csak
a 2010/2011-es tane´vben keru¨l sor, nem jelent tu´l nagy proble´ma´t, hogy nem ke´pzett
informatikusok, profi tesztelo˝k ve´gzik a funkcionalita´s elleno˝rze´se´t e´s a hibakerese´st. De
ez kiza´ro´lag aze´rt van ı´gy, mert egy teljes tane´ven keresztu¨l tesztelhetju¨k e´s fejleszthetju¨k
me´g a rendszert. Ha a hata´rido˝ ro¨videbb lenne egy tervezett tesztele´si elja´ra´s ne´lku¨l,
melyet szakemberek ve´geznek, nem lehetne hate´konyan megoldani. Kifejezetten o¨ru¨ltem,
hogy a ve´gfelhaszna´lo´k - akik nem informatikai szakemberek - is tesztelik a rendszer, mert
10 e´ves fejleszto˝i pa´lyafuta´som sora´n tapasztaltam, hogy a ve´gfelhaszna´lo´k hihetetlen
e´rze´kkel tala´lja´k meg a hiba´t. Olyan dolgokat sikeru¨l ”elo˝hozniuk” a rendszerbo˝l, amire
a fejleszto˝k e´s tesztlelo˝k soha nem is gondoltak volna. Terme´szetesen a ke´pzett tesztelo˝k
hia´nya e´rezheto˝ volt. Fo˝leg a kommunika´cio´ban, az e´szlelt hiba´k jelente´se´ben. Nagyon
nehezen tudta´k megfogalmazni, ha valami o¨tletu¨k volt egy adott funkcio´ jav´ıta´sa´val,
egyszeru˝s´ıte´se´vel kapcsolatban. A hiba´kat nem tudta´k megfelelo˝en dokumenta´lni, ı´gy
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nehe´zkes volt a hibakerese´s. A programegyse´gek, mint a fu¨ggve´nyek vagy az objek-
tumok tesztele´se´t az implementa´cio´ uta´n elve´geztem. Ma´r az implementa´la´s kezdete´to˝l
szerencse´s lett volna valamilyen tesztautomatiza´la´si mo´dszert bevezetni. Sajnos ilyen
ira´nyu´ ismereteim ele´g hia´nyosak voltak e´s az ido˝ szu˝ko¨sse´ge miatt u´gy gondoltam nem e´ri
meg az implementa´cio´t ke´sleltetni amiatt, hogy elme´lyu¨lo¨k a tesztautomatiza´la´sban. I´gy
uto´lag visszagondolva az implementa´cio´ ko¨zben a programegyse´gek tesztele´se´re ford´ıtott
rengeteg ido˝ egy re´sze´ben jobb lett volna a tesztautomatiza´la´sra is kello˝ figyelmet e´s en-
ergia´t ford´ıtani, e´s lehet me´g a mo´dszer megismere´se´re e´s elsaja´t´ıta´sa´ra ford´ıtott ido˝vel
egyu¨tt is kisebb energia e´s ido˝ ra´ford´ıta´ssal lehetett volna ve´gezni a programegyse´gek tesz-
tele´se´vel. A jo¨vo˝ben tervezem bevezetni a JUnit1 haszna´lata´t. A JUnit Java oszta´lyok
olyan halmaza, amelyet a felhaszna´lo´ kibo˝v´ıthet annak e´rdeke´ben, hogy le´trehozzon egy
automatikus tesztko¨rnyezetet. A JUnit ta´mogatott a legne´pszeru˝bb fejleszto˝eszko¨z a´ltal,
mit az Eclipse e´s a Netbeans. A ke´t alapveto˝ tesztele´si teve´kenyse´g, a komponenstesz-
tele´s, vagyis a rendszer egyes re´szeinek a tesztele´se melyet a fejleszto˝ ve´gez, viszony-
lag jo´l mu˝ko¨dik, a hia´nyossa´gokat a tesztautomatiza´la´ssal re´szben orvosolni lehetne. A
ma´sik a rendszertesztele´s melyet jelenleg a rendszer leendo˝ felhaszna´lo´i ve´geznek viszont
nem jo´ megolda´s, rendk´ıvu¨li me´rte´kben ha´tra´ltatja a szoftverfejleszte´si folyamatot. Ezen
va´ltozatni kell a jo¨vo˝ben e´s egy fu¨ggetlen tesztelo˝ csoportra kell b´ızni a tesztele´st. A
legnagyobb hia´nyossa´ga a tesztele´si folyamatnak, hogy nincs tervszeru˝s´ıtve. A szoftverfe-
jleszte´si folyamatban a rendszertesztre nagyobb figyelmet kell a jo¨vo˝ben ford´ıtani e´s nem






A mu˝ko¨dtete´sne´l is szinte ugyan azok a ke´rde´sek fogalmazo´dtak meg elso˝ ko¨rben, melyek
az implementa´cio´na´l. Milyen alkalmaza´s - e´s adatba´zis szervert alkalmazunk? A legelter-
jedtebb megolda´sok az alkalmaza´sszerver tekintete´ben:
• Sun - GlassFish
• JBoss Application Server1
• Apache - Geronimo2
• BEA Systems - WebLogic Application Server3
• IBM - WebSphare Application Server4
• Oracle Application Server5
Az utolso´ ha´rmat oktata´si inte´zme´nyek esete´ben, mivel kereskedelmi terme´kekro˝l van







lista´bo´l mivel nem volt vele u¨zemeltete´si tapasztalatunk. I´gy maradt a Sun GlassFish e´s




• MS SQL Server8
• MySQL9
• PostgreSQL10
• Apache - Derby11
Az elso˝ ketto˝ szinte´n kereskedelmi volta e´s magas a´raza´sa miatt esett ki a rosta´n. MS
SQL Server licencel rendelkezik az inte´zme´ny a Tisztaszoftver program jo´volta´bo´l, de ha
a program megszu˝nik, akkor le kell csere´lni, ı´gy ce´lszeru˝ lenne elkeru¨lni a haszna´lata´t.
A MySQL ingyenes robosztus RDBMS jo´ va´laszta´snak tu˝nik minden szempontbo´l.
Felmeru¨lt me´g leheto˝se´gke´nt a Derby melyet a fejleszte´s sora´n is haszna´ltunk e´s integra´lva
van a GlassFish alkalmaza´s szerverbe e´s elegendo˝ teljes´ıtme´nypotencia´l van benne, hogy az
inte´zme´ny ige´nyeit kiszolga´lja. A legke´zenfekvo˝bb e´s tala´n a legoptima´lisabb megolda´snak
a Sun GlassFish alkalmaza´s szerver az integra´lt Derby RDBMS-el tu˝nik, ı´gy ez keru¨l











Az eddig elke´szu¨lt rendszer ba´r me´g ko¨zel sem e´rte el teljes funkcionalita´sa´t, ele´rte
ce´lja´t. Az iskola dolgozo´inak nagyme´rte´kben meg fogja ko¨nny´ıteni a munka´ja´t, ha
te´nylegesen bevezete´sre keru¨l a 2010/2011-es tane´vben. Te´nyleges bevezete´sen a hivatalos
forma´ban to¨rte´no˝ bevezete´st e´rtem, mely az iskolavezete´s e´s a fenntarto´ jo´va´hagya´sa´val
e´s ta´mogata´sa´val to¨rte´nik. Terme´szetesen, ha hivatalosan me´gsem keru¨lne bevezete´sre,
vagy esetleg csu´szna egy tane´vet, az inte´zme´ny dolgozo´i akkor is haszna´t tudja´k venni.
Ha teljesen elke´szu¨l, minden feladatukat el tudja´k ve´gezni, amit eddig nehe´zkes, ke´zi
munka´val kellet megtenniu¨k. Meglepo˝ mo´don ne´ha´ny inte´zme´ny is e´rdeklo˝dik a rend-
szer ira´nt, minden konkre´t ta´je´koztata´s ne´lku¨l. Ro¨vid besze´lgete´s uta´n, mikor meg-
tudta´k milyen terheket lehet levenni a va´llukro´l ne´mi informatikai ta´mogata´ssal, ro¨gto¨n
elkezdtek e´rdeklo˝dni a leheto˝se´gek ira´nt. La´tok jo¨vo˝t a rendszer sza´ma´ra, ha csak pa´r
inte´zme´ny tudja hasznos´ıtani, ma´r mege´rte elke´sz´ıteni, azon tu´l, hogy a szakdolgozat ked-
vezo˝ elb´ıra´la´s esete´n ko¨zelebb juttathat a diploma´hoz. Keresnem kell egy fejleszto˝ta´rsat,
aki a jo¨vo˝ben a fejleszte´sek nagy re´sze´t viszi tova´bb, mert ma´rciusto´l egy nagy projektben
veszek re´szt e´s emiatt nagyon keve´s ido˝t tudok majd ford´ıtani a felmeru¨lo˝ u´j ige´nyek e´s
az eddig tervbe feladatok megvalo´s´ıta´sa´ra. A fejleszte´s sora´n sikeru¨lt felfriss´ıtenem Java-s
ismereteimet, u´j ismereteket szereznem. Sokat seg´ıtett a szakdolgozat elke´sz´ıte´se abban,
hogy megfelelo˝en fel tudjak ke´szu¨lni a Sun SCJD vizsga´ra, e´s nem csak a vizsga´ra valo´
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felke´szu¨le´sben to¨lto¨tt be jelento˝s szerepet, hanem terveim szerint a rendszer lesz az alapja
annak az alkalmaza´snak melyet az SCJD egyik vizsgare´szeke´nt kell elke´sz´ıtenem.
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9.1. 1. sza´mu´ melle´klet
Tisztelt Kolle´ga´k!
Ide´n vagyok utolso´ e´ves hallgato´ a Debreceni Egyetem Programtervezo˝ Informatikus
mester (MSC) ke´pze´se´n. A szakdolgozatom elke´sz´ıte´se´hez ke´rem a seg´ıtse´geteket. A
szakdolgozatom c´ıme: Web alapu´ ko¨rnyezet fejleszte´se - Iskolai adminisztra´cio´s rendszer.
Ce´lom egy olyan informatikai rendszer fejleszte´se, mely nagyme´rte´kben automatiza´lja egy
iskola adminisztra´cio´s e´s egye´b feladatait. Hogy miben sza´mı´tok a seg´ıtse´gedre? Ha van
olyan feladatod, amely sok adminisztra´cio´s munka´t ige´nyel a re´szedro˝l, rengeteg ido˝d
megy el vele, sok pap´ırmunka´val ja´r, keress meg e´s megpro´ba´ljuk informatikai eszko¨zo¨k
seg´ıtse´ge´vel megko¨nny´ıteni - optima´lis esetben teljesen automatiza´lni. Ne´zzu¨nk egy pe´lda´t
mire gondolok: Hia´nyza´sok! Nagyon sok macera van vele. O¨ssze kell sza´molni a naplo´ban.
Ha sok a hia´nyza´s, akkor e´rtes´ıteni kell a szu¨lo˝t, jegyzo˝t, stb. Sza´molnod kell, levelet kell
ı´rnod ... . De ha lenne egy elektronikus naplo´nk, amelyben vezetne´nk a hia´nyza´sokat,
akkor a rendszer mindent kisza´molna helyetted. Szo´lna, hogy L V-nak, K O-nak, O
V-nak e´s Gy F-nek x o´ra hia´nyza´sa van, levelet kell ku¨ldeni a szu¨lo˝knek, jegyzo˝knek,
stb. A rendszer meg is ı´rna´ a leveleket egy sablon alapja´n, neked csak ki kellene ny-
omtatni, ala´´ırni e´s elku¨ldeni - me´g a bor´ıte´kc´ımze´st is el tudna´ ve´gezni a rendszer helyet-
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ted. Vagy ma´sik pe´ldake´nt eml´ıthetne´nk mindenki kedvenc ke´thavi teljes´ıtme´ny kimu-
tata´sa´t. Neked nem kellene ke´zzel kito¨lteni, az illete´kesnek nem kellene 80 pedago´guse´t
ro¨gz´ıteni, a´tne´zni. A rendszer mindezt automatikusan ve´gezne´. Kedves kolle´ga, ha van-
nak ilyen e´s ehhez hasonlo´ o¨tleteid - legyen az ba´rmilyen extre´m is - e´s azt megosz-
tana´d velem, hogy mine´l sz´ınvonalasabb munka´t tudjak felmutatni a szakdolgozatommal,
sz´ıvesen venne´m javaslataidat e´s nagyon ha´la´s lenne´k neked. Elo˝re is ko¨szo¨no¨k minden
seg´ıtse´get. Tisztelettel Bodna´r Jo´zsef(leendo˝ Programtervezo˝ Informatikus Mester:) )
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9.2. 2. sza´mu´ melle´klet
O´ra´k adminisztra´la´sa
====================
Naplo´. Automatice felaja´nla, ha van tanmenet az aznapi o´ra´ra be´ırando´ dolgot. Ha
elmaradt egy o´ra akkor a naplo´ba ez bevezetheto˝. HA tan´ıta´s ne´lku¨li nap van akkor a
naplo´ nem enged oda be´ırni o´ra´t. Kell egy hibalista ha esetleg valaki me´gis ı´rt be oda
o´ra´t akkor az kideru¨lhessen. A havi/ke´thavi teljes´ıtme´nykimutata´s ke´sz´ıte´sekor, illetve a
rendszerbe valo´ bele´pe´skor figyelmeztesse a tana´rt. A o´ra´kat sza´mozza auto´matikusan.
Engedjen a tanmenetbo˝l egy o´ra´ra tobb o´rai anyagot is be´ırni. Ezt tudja megjelo¨lni a
tana´r, hogy sza´nde´kosan csina´lta. Hibalista, ami jelzi, hogy adott o´rasza´mhoz nem a hozza´
tartozo´ tanmenet szerinti o´ra lett megtartva. Tudja a tana´r ezt esetleg e´rve´nyes´ıteni ha ez
sza´nde´kosan to¨rte´nt. Tudjon a tanmenetben szereplo˝ helyett ill. melle´ u´j/ma´s/kiege´sz´ıto˝
tananyagot ı´rni. Tanmenetben ro¨vid ne´v ha esetleg e´v ve´ge´n naplo´ keru¨lne kinyomtata´a´sra
akkor ne foglaljon sok heleyet. Csak az a tana´r ı´rhat az adott o´ra´hoz aki tartja azt az o´ra´t.
A helyettes´ıte´st hivatalosan kell megtenni a rendszerben, e´s a rendszer auto´matikusan
bevezeti legyen az bara´ti vagy hivatalos, ill. elmaradt o´ra. A helyettes´ıte´st jo´va´ kell
hagyni valakinek (ehhez jogosultsa´got kell adni v.melyi, usernek, ig., ig.h., munkako¨z.vez).
A helettes´ıte´st kezdeme´nyezheti a tana´r maga, a munkako¨z vez. vagy ig., ig.h. A kijelo¨t
helyettes´ıto˝nek ezt jo´va´ kell hagynia (bejelentkeze´s uta´n megjeleni e´s vagy elfogadja vagy
visszautas´ıtja a felke´re´st.) e´s belejentkeze´skor figyelmezteti x ido˝vel, hogy helyettes´ıteni
fog.
SMB (Small Message Board Funkcio´)
=================================
Leheto˝leg RSS-el megoldva, hogy ne csak az LCD-n hanem ma´hol is meg lehessen tekinteni
Ha RSS-el van megoldva akkor a desktopra ki lehet tenni RSS olvaso´kat e´s nem kell
ku¨lo¨n Java Aplettel vagy valami full screense browserrel megoldani To¨bb fe´le informa´cio´
megjelen´ıte´se to¨bb fe´le elrenedeze´sben. Adott ido˝szakban esetleg ma´s-ma´s informa´cio´k,
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ma´s ma´s gyakorisa´ggal friss´ıtve(pl. szu¨netben ma´s info´k jelennek meg mint tano´ra´kon).
- Hı´rek - Napi eseme´nyek - U¨gyeletes tana´rok - Szabad termek - Helyettes H-betu˝s, ill.
adott o´ra´n/ko¨vetkezo˝ x o´ra´n/napon kik kiket helyettes´ıtenek.
Egye´b
=====
Szo˝lo˝ e´rtes´ıte´se - emailben, esetleg SMS-ben(Jegyek, figyelmeztete´se, egye´b e´rtes´ıte´sek /
ko¨zleme´nyek, azonnal vagy aka´r, heti/havi/fe´le´ves rendszeresse´ggel).
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