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Resumen
El proceso de generacio´n de Datos Abiertos Enlazados (Linked
Open Data - LOD en ingles) es tedioso, esto debido a la necesidad de
poseer conocimientos en diferentes a´reas. Actualmente, existen mu-
chas herramientas que permiten convertir los datos disponibles en
Internet a formato RDF, pero ninguna provee una manera intuitiva,
integrada y a´gil de realizar este proceso. En esta tesis se presenta
una plataforma para la generacio´n de LOD, que cubre los pasos de
una metodolg´ıa utilizada por la comunidad cient´ıfica. La unifica-
cio´n de metodolog´ıa y plataforma se realiza mediante la creacio´n
de componentes dentro de la herramienta Pentaho Data Integration
(PDI). Estos componentes permiten extraer datos desde repositorios
OAI-PMH, cargar las ontolog´ıas, crear mapeo entre los datos y on-
tolog´ıas, generar RDF, publicar un SPARQL Endpoint y explotarlo.
Palabras Clave: Linked Open Data (LOD), RDF, Pentaho Data
Integration (PDI).
b
Abstract
The generation of Linked Open Data (LOD) is an overwhelming
process, since a vast knowledge in several fields is needed. Currently,
there are several tools that allow converting Internet available data
into the RDF format, however, none of them provides an intuitive,
integrated or suitable way to perform the conversion process. This
thesis work presents a LOD generation platform that involves the
corresponding steps related to a well accepted scientific community
methodology. The fusion of the proposed platform and such metho-
dology is performed by creating components withing Pentaho Data
Integration (PDI), that allows: data extraction from OAI-PMH re-
positories, data ontology mapping, RDF generation and, SPARQL
Endpoint publication and exploiting.
Keywords: Linked Open Data (LOD), RDF, Pentaho Data Inte-
gration (PDI).
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Cap´ıtulo 1
Introduccio´n
La web sema´ntica surge por la necesidad de definir sema´nticamente la gran
cantidad de informacio´n disponible en internet tanto para ma´quinas como para
humanos. Para cumplir este objetivo se utiliza el esta´ndar Resource Descrip-
tion Framework RDF, el cual es un mecanismo flexible para representar infor-
macio´n usando recursos. Sin embargo, la generacio´n de RDF actualmente tiene
una gran complejidad debido a que existen varias metodolog´ıas y se requiere altos
conocimientos de tecnolog´ıas sema´nticas.
Actualmente el crecimiento de la web sema´ntica alrededor del mundo ha gene-
rado que investigadores busquen la manera de agilizar el proceso de Linked Open
Data (LOD), entre sus aportes tenemos: D2QR que es una plataforma que sigue
LOD, a trave´s de diferentes aplicaciones para cumplir cada una de las etapas.
D2QR en la etapa de especificacio´n utiliza una base de datos relacional para ob-
tener los datos, en la etapa de modelado utiliza D2RQ Mapping Language para
relacionar las ontolog´ıas con los datos, en la etapa de generacio´n utiliza dump-rdf
para generar el RDF, en la etapa de publicacio´n utiliza D2QR Server que genera
un SPARQL Endpoint y finalmente en la etapa de explotacio´n utiliza D2RQ Plat-
form la cual explota el SPARQL Endpoint. Tambie´n se tiene Open Refine que
es una herramienta que trabaja con datos desordenados mediantes tres etapas,
las cuales son: exploracio´n de datos, limpieza y transformacio´n de datos, adema´s
analiza coincidencias en los datos. Otro enfoque propuesto es: Non-Ontological
Resources to Ontologies (NOR2O) que transforma datos no ontolo´gicos en on-
tolog´ıas aplicando ingenier´ıa inversa, esta tecnolog´ıa no sigue LOD. Aunque los
enfoques solucionan de manera parcial la generacio´n de LOD, estos no proveen
una interfaz amigable al usuario, por esta razo´n requieren un alto conocimiento
para ser utilizadas; Por lo tanto, un enfoque ma´s adecuado para automatizar este
1
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proceso se presenta en este proyecto, el cual tiene como objetivo proveer herra-
mientas de fa´cil uso en cada etapa de la metodolog´ıa LOD.
La no existencia de una herramienta que permita la conversio´n fa´cil y ra´pida de
datos al esta´ndar RDF siguiendo la metodolog´ıa LOD, ha motivado el desarrollo
de un Framework que siga el proceso de LOD y permita la extraccio´n de los datos
de diferentes fuentes, carga de las ontolog´ıas con sus respectivos vocabularios, el
mapeado entre los datos y ontolog´ıas, la generacio´n de datos en RDF, la publi-
cacio´n de los datos y la explotacio´n de los mismos cumpliendo esta metodolog´ıa.
Ahora bien, este Framework es desarrollado bajo la tecnolog´ıa JAVA, utilizando
como plataforma Pentaho Data Integration (PDI), la cual permite integrar todo
el proceso de LOD, adema´s proporciona una interfaz gra´fica intuitiva y de fa´cil
uso en cada etapa, logrando abstraer la complejidad que conlleva este proceso y
optimizando el tiempo de los desarrolladores, para lograr nuevos avances acerca
de esta tecnolog´ıa, y as´ı dar solucio´n ha esta problema´tica.
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2.1. Introduccio´n
En este cap´ıtulo se aborda los fundamentos teo´ricos necesarios para el desarro-
llo de los componentes dentro del Framework de generacio´n de RDF, incluyendo
conceptos ba´sicos sobre las metodolog´ıas y herramientas.
2.2. Web Sema´ntica
En este apartado se tratara´n los temas concernientes a la web sema´ntica.
2.2.1. ¿Que´ es la Web Sema´ntica?
La Web Sema´ntica, es una extensio´n de la Web actual [20], su principal ob-
jetivo es proporcionar mayor significado a los datos, permitiendo a los usuarios
bu´squedas con resultados ma´s exactos. Esto se consigue con la Web Sema´ntica
dado que los datos esta´n estandarizados y unificados, lo cual facilita el proceso
a los buscadores [4]. Actualmente los motores de bu´squedas devuelven miles de
resultados al realizar una consulta acerca de un tema espec´ıfico, debido a que
las peticiones se realizan sobre datos sin ningu´n esta´ndar, lo que no facilita la
ejecucio´n de las consultas.
2.2.2. ¿Para que´ Sirve la Web Sema´ntica?
El uso de la Web se ha vuelto parte de la vida cotidiana, cambiando la manera
que se realiza diferentes actividades tales como: negocios, pagos de servicios ba´si-
cos, transacciones bancarias, las comunicaciones, entretenimiento, etc... Aunque
para facilidad de los usuarios se han creado diferentes aplicaciones dentro de la
web para atender estas actividades, lo cual permite a los usuarios tener acceso,
crear nueva informacio´n de manera acelerada y de manera heteroge´nea. Informa-
cio´n que con el paso del tiempo, al tener grandes cantidades y con heterogeneidad
tanto sinta´ctico como sema´ntico, han derivado en los problemas de la Web ac-
tual. La Web Sema´ntica se utiliza para dar solucio´n a estos problemas mediante
diferentes tecnolog´ıas que permiten estandarizar, unificar y dar significado a los
datos disponibles en la Web actual. [4] En conclusio´n la Web Sema´ntica sirve
para el manejo de grandes cantidades de datos y la homogeneizacio´n los mismos.
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2.2.3. ¿Co´mo Funciona la Web Sema´ntica?
La Web Sema´ntica funciona con datos estandarizados y enriquecidos con
sema´ntica, con lo cual responde a las consultas de manera exacta. Actualmente
los buscadores retornan cualquier informacio´n relacionada al tema consultado.
Por ejemplo, si buscamos “Los vuelos a Praga para man˜ana por la man˜ana”[4],
esta consulta devolvera´ informacio´n relacionada con alguna palabra, en este caso
Praga, pero no exactamente lo solicitado. Se muestra en la figura [2.1] el resul-
tado de la consulta en un buscador actual. Los datos enriquecidos con sema´ntica
permitira´n a los buscadores sema´nticos devolver resultados exactos, porque cada
palabra en “la oracio´n como man˜ana adquirir´ıan significado, convirtie´ndose en
un d´ıa concreto calculado en funcio´n de un hoy. Algo semejante ocurrir´ıa con el
segundo man˜ana, que ser´ıa interpretado como un momento determinado del d´ıa.
Todo ello a trave´s de una Web en la que los datos pasan a ser informacio´n llena
de significado. El resultado final ser´ıa la obtencio´n de forma ra´pida y sencilla de
todos los vuelos a Praga para man˜ana por la man˜ana.”[4]. Se muestra en la figura
[2.2] el resultado de la consulta en un buscador sema´ntico.
Figura 2.1: Resultado de la consulta, “vuelos a Praga man˜ana por la man˜ana”[4],
en un buscador actual.
La forma en la que se procesara´ esta informacio´n no so´lo sera´ en te´rminos de
entrada y salida de para´metros sino en te´rminos de su SEMA´NTICA. La Web
Sema´ntica como infraestructura basada en metadatos aporta un camino para
razonar en la Web, extendiendo as´ı sus capacidades.[4]
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Figura 2.2: Resultado de la consulta, “vuelos a Praga man˜ana por la man˜ana”[4],
en un buscador sema´ntico.
La obtencio´n de resultados en los buscadores sema´nticos no es ma´gico, los
computadores lo realizan porque tienen operaciones definidas que actuara´n so-
bre datos bien definidos. Para conseguir datos correctamente definidos, la Web
Sema´ntica utiliza principalmente tres tecnolog´ıas: la primera denominada Re-
source Description Framework (RDF), la segunda Query Language for RDF
(SPARQL) y la tercera Web Ontology Language (OWL), estas herramientas co-
laboran en la creacio´n de una infraestructura donde sera´ posible compartir y
reutilizar los datos.
2.2.4. Herramientas de Web Sema´ntica
En esta seccio´n se detalla las principales herramientas utilizadas en la Web
Sema´ntica para la descripcio´n, estandarizacio´n y consulta de los datos.
2.2.4.1. Resource Description Framework (RDF)
RDF es un esta´ndar para representar metadatos a trave´s de un marco comu´n
de trabajo, que permiten el intercambio de los datos en la Web sema´ntica, brin-
dando facilidades para relacionarse entre datos de diferentes fuentes. Adema´s es
muy adaptable y un modelo definido puede evolucionar sin necesidad de cambiar
los datos [18]. RDF para identificar los recursos usa los Uniform Resource Iden-
tifiers (URIs), que describen los recursos en te´rminos de propiedades simples y
valores, que se conocen como tripletas. Una tripleta es una estructura que tiene
un Sujeto, un Predicado y Objeto con lo cual se forma un grafo, el cual se puede
Fab´ıan Leonardo Pen˜aloza Mar´ın
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procesar y manipular utilizando diferentes herramientas. Se muestra en la figura
[2.3] un ejemplo de 3 grafos que representa una Tesis que tiene un Autor, tambie´n
este Autor tiene un Nombre y el Nombre es Freddy aqu´ı se ha representado 3
tripletas para representar recursos.
Figura 2.3: Ejemplo de 3 tripletas en forma de grafo, que representa una tesis que
tiene un autor, adema´s el autor tiene un nombre y el nombre es Freddy.
Figura 2.4: Ejemplo de 3 tripletas en formato RDF, que representa el grafo ante-
rior de una tesis que tiene un autor, adema´s el autor tiene un nombre y el nombre
es Freddy.
2.2.4.2. Terse RDF Triple Language (Turtle)
Es una definicio´n de sintaxis concreta para RDF, la cual permite escribir
completamente un Grafo RDF, de una manera compacta y textual. Los archivos
en este formato se reconocen por tener la extensio´n TTL [2].
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Figura 2.5: Ejemplo de un grafo RDF representado en formato TURTLE, donde
el autor tiene un nombre y el nombre es Fabian.
2.2.4.3. Query Language for RDF (SPARQL)
SPARQL es un lenguaje estandarizado por la W3C para bases de datos RDF,
el cual define la sintaxis, sema´ntica y le´xico para realizar consultas, inserciones y
eliminacio´n de datos. SPARQL trabaja sobre un esquema RDF cliente servidor
(SPARQL Endpoint), en el cual el cliente env´ıa una operacio´n de consulta al
servidor, este la procesa y retorna un resultado. [14]
Entre las principales caracter´ısticas de SPARQL esta´n:
Diferentes formatos para los datos de salida.
Actualizacio´n de grafos RDF.
Protocolo para RDF, usado en e´l envio´ de peticiones mediante HTTP o
SOAP
Descubrir informacio´n acerca de la datos almacenados (Dataset).
Lenguaje de consulta.
2.2.4.4. Web Ontology Language (OWL)
Una ontolog´ıa define los te´rminos para describir y representar un a´rea del co-
nocimiento. Las ontolog´ıas son usadas por personas, bases de datos y aplicaciones
que necesitan compartir un dominio comu´n de informacio´n, por ejemplo medicina,
matema´ticas, datos personales, etc... Los metadatos utilizados para estructurar
una a´rea de conocimiento que esta´n enfocados en convertirse en un dominio que
pueda ser reutilizado por los dema´s usuarios [10]. Se muestra en la figura [2.6] un
ejemplo de ontolog´ıa usada para representar informacio´n de las personas.
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Figura 2.6: FOAF:Core es una ontolog´ıa utilizada para representar los datos de
las personas, aqu´ı se muestra algunos de los metadatos tomados en cuenta por
esta ontolog´ıa.
2.3. Metodolog´ıa para la Publicacio´n de Linked
Data
La metodolog´ıa Linked Open Data (LOD) para publicacio´n de Linked Data
consiste de un conjunto de pasos con decisiones tecnolo´gicas y de disen˜o. Se
definen como una serie de directrices metodolo´gicas involucradas con este proceso
que son el resultado de la experiencia en la produccio´n de Linked Data en varios
contextos Gubernamentales.[3] Ver figura 2.7.
Figura 2.7: Metodolog´ıa para la publicacio´n de Linked Data [3].
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2.3.1. Especificacio´n
Esta fase obtiene una especificacio´n detallada de los requisitos dando como
resultado una memoria proporciona varios beneficios tales como:
(a) Establecer actividades entre proveedores y clientes.
(b) Obtener una base para estimar costos y tiempos.
(c) Reduccio´n de esfuerzos en el desarrollo [3].
Los pasos en esta actividad son:
Identificacio´n y Ana´lisis de Fuentes de Datos: Se definen claramente las
fuentes de los datos y sus formas de alojamiento.
Disen˜o de URIs: En Linked Data se utiliza las URI’s para la identificacio´n
de elementos y enlaces a otras fuentes, por lo tanto se deben elegir las ma´s
adecuadas para cada caso particular.
Definicio´n de la Licencia: Existen 5 niveles de licencia que se deben elegir
para la publicacio´n, en donde entre menos grado de compromiso legal sera´
ma´s fa´cil automatizar. Niveles: [3]
(a) Licencia UK Open Government.
(b) Licencia Open Database.
(c) Licencia Public Domain Dedication.
(d) Licencia Open Data Commons Attribution.
(e) Licencia Creative Commons.
2.3.2. Modelado
En esta actividad se determina la ontolog´ıa que se utilizara´ para modelar las
fuentes de datos. Se recomienda utilizar vocabularios y ontolog´ıas ya existentes
solo en el caso de no existir una ontolog´ıa adecuada se debe modificar o crear una
nueva segu´n las necesidades requeridas.
En la actividad de seleccio´n de una ontolog´ıa se recomienda los siguientes
repositorios para encontrar vocabularios adecuados: Schema Web, Schema Cache
y Swoogle. En el caso de ser necesaria la creacio´n de una nueva ontolog´ıa existen
herramientas como Protege o Neologism.[3]
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2.3.3. Generacio´n
Esta fase consta de 3 tareas: transformacio´n, limpieza de datos y enlace.
Transformacio´n: Se considerada en esta parte la transformacio´n de todo el
contenido de origen de datos en una instancia RDF.
Limpieza de Datos: Consiste en dos etapas.
1. Identificar los posibles errores comunes como por ejemplo usar espacios
de nombres (namespaces) sin vocabularios.
2. Correcio´n de todos los errores identificados anteriormente.
Enlace: Incluir enlaces a otras URIs donde se pueda extender y compartir
informacio´n con otras fuentes de datos. Creacio´n de enlaces entre el conjunto
de datos interno y conjuntos de datos externos.[3]
2.3.4. Publicacio´n
Esta fase consiste en 3 actividades.
Publicacio´n de datos: una vez generado el RDF se almacena en un triplestore
como por ejemplo: Virtuoso, Jena SDB o Sesame Native.
Publicacio´n de metadatos: se incluye informacio´n de los datos mediante
vocabularios tales como VoID entre otros.
Habilitar la deteccio´n eficaz: esta actividad define una sincronizacio´n efec-
tiva del conjunto de datos.[3]
2.3.5. Explotacio´n
En esta actividad se tiene como premisa la transparencia para ofrecer aplica-
ciones y fomentar el uso y reuso pu´blico o comercial de la informacio´n.
Adema´s esta fase permite el desarrollo de aplicaciones de alto nivel que realicen
la explotacio´n de los datos y provea una rica interfaz para cada usuario.[3]
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2.4. Fuentes de Informacio´n
Una fuente de informacio´n es cualquier medio que permita almacenar y recu-
perar los datos, tales como: bases de datos, archivos de texto plano, repositorios
digitales, etc... Estos contienen grandes cantidades de informacio´n heteroge´nea
de temas. Por lo cual, se detallara´ cada fuente en la siguiente seccio´n.
2.4.1. Bases de Datos
Una base de datos permite almacenar, modificar, eliminar y recuperar datos
que son almacenados en memoria secundaria, los cuales la base de datos los
organizan a trave´s de diferentes estructuras de lo´gicas. Adema´s una base de datos
tiene diferentes enfoques para lograr almacenar la informacio´n dependiendo de
las necesidades que tenga una organizacio´n, por esta razo´n existen: las bases
relacionales, documentales, geogra´ficas etc. . . . Dependiendo del propo´sito que
persigan las empresas. En conclusio´n una base de datos se ajusta a las necesidades
de la organizacio´n dando solucio´n a sus requerimientos, ya sea con soluciones de
bases de datos de pago o gratuitas. [11].
Los SGBD ma´s conocidos son:
MySql
PostgreSql
Oracle
2.4.2. Base de Datos Relacional H2
Es un gestor de base de datos relacional desarrollado en Java. Una de las
caracter´ısticas ma´s importantes es que se puede integrar en aplicaciones Java
para ser accedido directamente con SQL sin necesitar una conexio´n a trave´s de
sockets. Finalmente se debe recalcar que esta disponible con software libre bajo
la licencia publica de Mozilla. [12]
2.4.3. Archivos Planos
Un archivo plano es una representacio´n digital de la mayor´ıa de documen-
tos f´ısicos como son: cartas, tesis de grado, oficios, libros, revistas, etc. . . estos
Fab´ıan Leonardo Pen˜aloza Mar´ın
Edison Freddy Santacruz Mora
12
Cap´ıtulo 2
archivos u´nicamente almacenan informacio´n escrita no ima´genes, la cual es en-
tendida por las maquinas si estos son guardados en formatos binarios que solo
estas pueden leer o por el hombre si la informacio´n es guardada en texto plano.
Los archivos son la forma ma´s ba´sica de almacenamiento de datos, porque ini-
cialmente eran las bases de datos de los primeros programas informa´ticos ya que
guardaban la informacio´n en formato de bits que era le´ıda por estos u´nicamente.
Un archivo plano esta´ compuesto de dos partes ejemplo: ArchivoPrueba.txt, la
primera parte representa el nombre archivo, el cual facilita su identificacio´n y la
segunda parte es la extensio´n que ayuda a identificar en algunos sistemas opera-
tivos (SO), que software puede manipular este tipo archivo. [19]
2.4.4. Excel
Excel es un programa del paquete de ofima´tica de Microsoft que permite
realizar diferentes tipos de ca´lculos matema´ticos, gra´ficos estad´ısticos entre otras
funciones de manera fa´cil e intuitiva. Adema´s es utilizado para almacenar grandes
cantidades de informacio´n como si fuera una base de datos. [22]
2.4.5. Open Archives Initiative (OAI)
OAI es una iniciativa para la creacio´n de repositorios de archivos abiertos
de documentos educativos, estos permiten la interoperabilidad e intercambio de
datos, a trave´s del uso de metadatos (denominados metadatos harvesting), para
su edicio´n y almacenamiento entre los repositorios.[7]. OAI trabaja con el proto-
colo OAI-PMH el cual provee el mecanismo para la extraccio´n de registros que
contienen metadatos desde los repositorios OAI, este mecanismo se llama Da-
ta Provider el cual utiliza los estandares HTTP (Hypertext Transport Protoco) y
XML (Extensible Markup Language) para responder las peticiones. Las respuestas
que esta´n en formatos establecidos por la comunidad desarrolladora, por ejemplo:
rdf, xoai, dim, qdc etc. [13]
2.4.6. Relational database (RDB) to Resource Descrip-
tion Framework (RDF) Mapping Language (r2rml)
Es una recomendacio´n de la World Wide Web Consortium (W3C) que permite
la conversio´n de los datos almacenados en bases de datos relacionales a RDF
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dataset 1. Esto se realiza con la utilizacio´n del lenguaje de mapeo que provee
r2rml, que permite relacionar los datos de una base relacional con el vocabulario
de ontolo´gico que el autor ha escogido. En conclusio´n la entrada que necesita es
una base de datos relacional, que al utilizar el archivo de mapeo r2rml da como
resultado un archivo con un Dataset en formato RDF [6].
2.5. Herramientas para el Desarrollo del Fra-
mework
En esta seccio´n se detalla las herramientas utilizadas en el desarrollo del Fra-
mework.
2.5.1. Pentaho
Pentaho es una suite de productos de Business Intelligence (BI) que proveen
integracio´n de datos, servicios de ana´lisis de datos, reportes, cuadros de mando,
miner´ıa de datos y ETL (extraccio´n, transformacio´n y carga de datos), que se en-
foca en proporcionar herramientas de fa´cil manipulacio´n con interfaz gra´fica. Son
utilizadas por un gran nu´mero de usuarios que realizan BI, brinda´ndoles facilidad
en la visualizacio´n de los resultados de sus negocios. Todos estos productos son
de software libre y desarrollados con el lenguaje de programacio´n JAVA. [15]
2.5.1.1. Pentaho Data Integration o Kettle (PDI)
PDI es el componente de la suite Pentaho encargado de los procesos de extrac-
cio´n, transformacio´n y carga (ETL) [5], La mayor´ıa de ocasiones son utilizadas
en el desarrollo de DataWarehouse, pero PDI tambie´n puede se usado para otras
actividades como:
Migracio´n de datos entre aplicaciones o bases de datos.
Exportacio´n de datos desde bases de datos a archivos planos.
Carga de grandes cantidades de datos en bases de datos.
Limpieza de datos.
Integracio´n de aplicaciones.
1RDF dataset: expresa la informacio´n como tripletas con sujeto, predicado y objeto
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PDI es la plataforma que aloja los plugins desarrollados en este proyecto, ya
que esta´ facilita la integracio´n de nuevos componentes con otras funcionalidades.
2.5.2. Librer´ıa oai2rdf
Es una herramienta de software que permite extraer datos desde repositorios
digitales OAI, para transfo´rmalos al esta´ndar RDF. [17]
2.5.3. DB2TRIPLES
Es una librer´ıa de software que sirve para la extraccio´n de informacio´n de
bases de datos relacionales, que posteriormente se almacenan en RDF triplestore.
Este proceso lo realiza utilizando un esta´ndar de mapeo llamado r2rml, el cual
permite integrar los modelos ontolo´gicos y los datos de forma directa. Adema´s,
una ventaja de db2triples es tener una licencia LGPL.[1]
2.5.4. Librer´ıas Apache
A continuacio´n se describen las librer´ıas ocupadas en este proyecto pertene-
cientes a Apache.
2.5.4.1. Jena
Es una librer´ıa abierta y gratuita de JAVA que sirve como un marco trabajo
para la construccio´n de aplicaciones basadas en ontolog´ıas. Se caracteriza por su
arquitectura que incluye: [8]
Una API para leer, procesar y escribir ontolog´ıas RDF y OWL.
Un motor de inferencia para razonar sobre fuentes de datos RDF y OWL.
Estrategias de almacenamiento flexible para almacenar un gran numero
tripletas RDF en memoria o fichero eficientemente.
Motor de consultas ARQ compatible con las especificaciones SPARQL.
Servidores para alojar datos RDF a ser publicados en otras aplicaciones
usando una variedad de protocolos.
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2.5.4.2. Fuseki
Fuseki es un servidor SPARQL desarrollado por apache JENA. Se accede
mediante servicios REST sobre HTTP,su caracter´ıstica principal es brindar las
interfaces correspondientes para los siguientes esta´ndares:
SPARQL Query
SPARQL Update
SPARQL Protocol
SPARQL Graph Store HTTP Protocol
Fuseki permite correr estos servicios sobre la ma´quina local en la que se eje-
cute, donde se debe tener cargado y configurado el Dataset a trabajar.[9]
2.5.5. Maven
Es una herramienta de software para la gestio´n y construccio´n de proyectos
JAVA. Tiene un modelo de construccio´n parecido a Apache ANT pero con un mo-
delo de configuracio´n ma´s simple basado en XML que permite una construccio´n
eficaz.
Maven utiliza como base un Project Model Object (POM) que describe el
orden de construccio´n del proyecto de software, la dependencia de otros mo´dulos o
componentes externos en la Web. Una caracter´ıstica principal de Maven es poseer
un motor para funcionar en la web el cual permite descargar dina´micamente
plugins de un repositorio que provee muchas versiones de diferentes proyectos
Open Source de Java, Apache u otras organizaciones de desarrollo. [21]
2.5.6. Elda
Elda es una implementacio´n JAVA de una API Linked Data que permite al
usuario tener una interfaz configurable de estilo REST para acceder a un conte-
nedor de tripletas RDF (triplestore).
Es usada ampliamente por desarrolladores que mediante tecnolog´ıas web como
JavaScript y Json pueden acceder a su datos RDF y desplegarlos en un navegador
web. Una ventaja a considerar es que Elda esta licenciado bajo la Open Source
de Apache permitiendo un uso libre y abierto. [16]
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3.1. Introduccio´n
En este capitulo se tratara´ el ana´lisis para el desarrollo de un Framework para
la generacio´n de Linked Data, donde se tomara´ como gu´ıa cada una de las etapas
descritas en la metodolog´ıa Linked Open Data (LOD). Entonces, el objetivo del
capitulo es analizar cada etapa de la metodolog´ıa y disen˜ar un componente acorde
a sus requerimientos, empezando desde la especificacio´n de sus funcionalidades
individuales hasta la manera de integrarse con los otros componentes.
3.2. Seleccio´n de los Componentes a Desarro-
llar para el Framework
La figura Linked Open Data (LOD) es el esquema para el desarrollo del Fra-
mework sobre Pentaho Data Integration, en donde para cada etapa se muestra
los componentes requeridos y como interactuara´n entre si para su funcionamiento
colectivo. Finalmente la definicio´n que se realizara para cada componente estara´
sustentada en este esquema.
Figura 3.1: Figura de Linked Open Data (LOD) [3]
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En este apartado siguiendo la metodolog´ıa LOD se realiza un breve ana´lisis
de las necesidades de cada etapa: en la primera etapa se requiere una herramienta
que permita la extraccio´n y seleccio´n de los datos desde servicios OAIPMH; en
la etapa de modelado se requiere un componente que permita la carga y selec-
cio´n de las ontolog´ıas; para la etapa de generacio´n se requiere una herramienta
que convierta los datos al formato RDF; en las etapas de publicacio´n y explota-
cio´n se requiere componentes que configuren automa´ticamente herramientas para
publicar y explotar el RDF. Por lo tanto se analiza la herramienta PDI, para
establecer si los componentes existentes solventan las necesidades de cada etapa,
como muestran las tablas [3.1] y [3.2].
Nombre Plugin Descripcio´n Salida
RSS Output Escribir la entrada proporcionada en el esta´ndar RSS archivo RSS
Rss Output Trasforma los datos en archivos JSON archivo JSON
ArffOutput Almacena los datos en un archivo ARFF de WEKA archivos WEKA
Excel Output Exporta los datos a un archivo de Excel archivos Excel
Table Output Inserta los datos en una tabla BD Tabla de base da datos
Tabla 3.1: Listado del Ana´lisis Previo a los componentes ya existentes.
Nombre Componente Descripcio´n Entrada
CSV file input Lee los datos desde una archivo separado por comas Archivo.cvs
Microsoft Excel Input Lee los datos desde una archivo Microsoft Excel Archivos.xsl
Microsoft Access Input Lee los datos desde una base de datos access Archivo “MDB”
RSS Input Obtiene los datos desde un url de noticias url RSS feeds
Table input Lee los datos desde cualquier base de datos Conexio´n a
bases de datos
Text file input Lee los datos desde un archivo plano Archivo plano
Get data from XML Lee los datos desde un archivo con formato XML Archivo.xml
Json Input Lee los datos desde un archivo con formato JSON Archivo.json
Web Services Lookup Extrae los datos desde un servicio web url WSDL
Tabla 3.2: Ana´lisis de los Componentes de Salida de PDI.
Despue´s de realizar un ana´lisis exhaustivo de los componentes de entrada y
salida de PDI, se ha determinado que no existen componentes que solventen las
necesidades que se requieren en cada etapa del proceso de generacio´n de RDF, por
lo tanto es necesario el desarrollo de nuevos componentes para PDI que ayuden
a cumplir los objetivos de la metodolog´ıa LOD en sus etapas.
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3.2.1. Ana´lisis y Disen˜o de la Etapa de Especificacio´n
De acuerdo a la metodolog´ıa para la publicacio´n de Linked Data, en esta etapa
se identifica y analiza las fuentes de datos, que para efecto de este proyecto son
repositorios digitales OAI, los cuales almacenan informacio´n acade´mica generada
a trave´s de los an˜os en las instituciones educativas tales como: tesis, trabajos fina-
les de graduacio´n, libros, art´ıculos, resultados de investigacio´n, trabajos docentes,
etc.. Adicionalmente, el ana´lisis previo a los componentes de entrada de PDI que
permiten la carga de datos de las diferentes fuentes, ha determinado la necesidad
del desarrollo de un nuevo componente para PDI que permita la extraccio´n de
los datos desde este tipo de servidor.
3.2.1.1. Descripcio´n Funcional del Componente de Extraccio´n y Se-
leccio´n de Datos desde Repositorios Digitales OAI
La informacio´n almacenada en repositorios digitales OAI esta´ organizada en
diferentes formatos que soportan este tipo de repositorios, como son: xoai, oai dc,
uketd dc, dim, etdms, marc, qdc, rdf, ore, mods, mets, didl, los cuales son estruc-
turados con XML. Todos estos formatos son metadatos OAI-PMH que permiten
la visualizacio´n, consulta y distribucio´n a nivel mundial de los datos, tales como:
tesis, trabajos finales de graduacio´n, libros, art´ıculos, resultados de investiga-
cio´n, trabajos docentes, etc... Es decir cualquier documento acade´mico de una
institucio´n educativa. Los metadatos OAI-PMH son esta´ndares que utilizan los
encargados de generar nuevos repositorios con el objetivo de tener una estructura
comu´n que sea compartida entre las dema´s instituciones.
Como se muestra en la figura [3.1], el componente 1. Data Source Loader,
recibe los datos desde un fuente, en este caso es una URL de un repositorio OAI,
que proporciona acceso a los datos contenidos en este. Los datos extra´ıdos son
devueltos como XML, con una estructura diferente de acuerdo a los formatos que
contenga el repositorio. Por lo tanto, el componente debe permitir seleccionar el
formato del cual se obtendra´ los datos. Adicional, la extraccio´n de los datos des-
de el XML, se realizan de manera general donde se muestren todos los campos o
parcial donde se especifique que campos se quiere obtener desde los registros del
repositorio. En consecuencia el componente debe dar la facilidad de especificar
como se realiza la extraccio´n de los campos. Finalmente el componente debe dar
como resultado una tabla con tres columnas, la primera corresponde al identifi-
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cador que contienen los registros, la segunda columna contiene la descripcio´n de
cada campo de los registros y la tercera columna contiene la informacio´n de cada
registro.
El esquema funcional general del componente se muestra en la figura 3.2 donde
se indica el proceso general que realiza el componente.
Figura 3.2: Diagrama funcional Etapa de Especificacio´n, componente de extrac-
cio´n de datos desde repositorios OAI
3.2.2. Ana´lisis y Disen˜o de la Etapa de Modelado
La etapa de modelado es la actividad que determina las ontolog´ıas y vocabu-
larios adecuados a utilizar, para relacionarse con los datos obtenidos en la etapa
de especificacio´n. Para conocer si una ontolog´ıa es adecuada se debe tener en
cuenta las clases, propiedades que esta contiene y determinar si estas permite
especificar cada uno de los datos del dominio que se pretende modelar. Por lo
tanto, se requiere un componente que permita seleccionar ontolog´ıas y listar sus
clases y propiedades. De acuerdo al ana´lisis previo de PDI descrito en tabla 3.1,
no existe un componente que enmarque los requerimientos que esta etapa de la
metodolog´ıa necesita, esto justifica el desarrollar un componente que permita la
carga y seleccio´n de ontolog´ıas adecuadas para el dominio de los datos. [3]
3.2.2.1. Descripcio´n Funcional del Componente de Carga y Seleccio´n
de Ontolog´ıas
Como se muestra en la figura 3.1, el componente recibira´ como entrada un
archivo local o la URL de una ontolog´ıa en la web para la cual se desea cargar
su estructura es decir, se listara todas las propiedades y clases con el fin de
que el usuario pueda realizar una seleccio´n, dejando u´nicamente las que considere
oportunas para el dominio de los datos. Por u´ltimo, el componente debera´ entregar
Fab´ıan Leonardo Pen˜aloza Mar´ın
Edison Freddy Santacruz Mora
21
Cap´ıtulo 3
una tabla con informacio´n de todas las ontolog´ıas que fueron seleccionadas con
sus correspondientes propiedades y clases.
Un esquema general del componente se muestra en la figura 3.3 donde se
indica el proceso general que realiza el componente.
Figura 3.3: Diagrama funcional Etapa de Modelado. Componente de carga y
seleccio´n de ontolog´ıas [3]
3.2.3. Ana´lisis y Disen˜o de la Etapa de Generacio´n
En esta etapa de la metodolog´ıa de publicacio´n de Linked Data, se toma
los datos extra´ıdos en la etapa de especificacio´n, las clases y propiedades de las
ontolog´ıas seleccionadas en la etapa de modelado, que a trave´s del proceso de
Mapping en la etapa de modelado permite relacionar los datos con las ontolog´ıas.
En la figura 3.1 se muestra el componente 3, Source to Ontology Mapping 1. Esto
sirve de punto de partida para la generacio´n de tripletas del esta´ndar RDF. Por
otra parte, el ana´lisis previo de los componentes de salida de PDI que ilustra la
tabla 3.1, determina que no existe un componente que realice la tarea de generar
RDF dentro de PDI, por lo tanto, es necesario el desarrollo de un componente
que solvente las necesidades de esta etapa.
3.2.3.1. Descripcio´n Funcional del Componente Generacio´n de RDF
El mapeo entre los datos y las ontolog´ıas es importante en el siguiente paso
en la metodolog´ıa de publicacio´n de Linked Data, en la cual hay que generar
los datos en RDF. Esta generacio´n se enfoca en la creacio´n de un archivo que
represente el formato RDF, el cual organiza los datos en tripletas que contengan
un sujeto, un predicado y un objeto que describen un recurso. Por lo tanto, este
componente crea las tripletas que correspondan a cada uno de los atributos en el
dominio de los datos que se esta´ modelando.
1Componente 3: este componente mapea las clases y propiedades de las ontolog´ıas con cada
uno de los atributos de los datos.
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El componente de generacio´n en la figura 3.1, se encuentra en la seccio´n Genera-
tion como el componente 4: RDF Generation, este utiliza la salida del componente
3, el cual da como salida un archivo con los datos mapeados con las ontolog´ıas 2.
Por lo tanto, el componente de generacio´n toma como entrada el archivo de ma-
peo y genera como resultado un archivo con los datos en formato RDF. Adema´s
el componente permite escoger el directorio donde sera´ la salida del archivo de
generacio´n.
En la figura 3.4 se muestra el esquema funcional que debe cumplir el compo-
nente para la generacio´n de RDF, para alcanzar el objetivo de esta´ etapa.
Figura 3.4: Diagrama funcional del componente para la Etapa de Generacio´n.
3.2.4. Ana´lisis de la Etapa de Publicacio´n
Esta actividad de la metodolog´ıa LOD permite publicar la informacio´n RDF
obtenida de la etapa de generacio´n, para lo cual se debe cargar un conjuntos de
datos RDF en un triplestore que sea accesible a los usuarios desde un SPARQL
Endpoint. Por lo que es necesario contar con un componente donde se reciba
como entrada un RDF, y como salida despliegue un servicio que permita acceder
a un SPARQL Endpoint creado en un triplestore local. Adema´s el servidor que
solvente este requisito debe ser compatible con JAVA y de arquitectura abierta
para poder ser incorporado al componente en cuestio´n. Despue´s de un ana´lisis de
los requerimientos se llego´ a la conclusio´n de que el servidor Fuseki de Apache
cumple a cabalidad los requerimientos planteados y por ende resulta ido´neo para
el desarrollo de este componente.
Se realizo un ana´lisis en busca de alguna herramienta ya existente en PDI que
pueda realizar la publicacio´n RDF. Pero como se muestra la tabla 3.1 no existe
algu´n componente que brinde alguna de las funcionalidades buscadas.
2Nota: el componente 3 no es desarrollado como parte de este proyecto de tesis.
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3.2.4.1. Descripcio´n Funcional del Componente de Publicacio´n
Como se muestra en la figura 3.1 el componente recibe como entrada un RDF
creado en la etapa de generacio´n, lo siguiente es permitir la configuracio´n de
Fuseki mediante una interfaz amigable, dejando u´nicamente las opciones apro-
piadas para el mismo. Una vez validada la configuracio´n el usuario podra´ elegir
un directorio para generar la instancia del Fuseki con el triplestore creado. Por
u´ltimo, el componente permitira´ desplegar un servicio que ejecuta el servidor
Fuseki creado localmente en un navegador web. Un esquema funcional del com-
ponente se muestra a continuacio´n en la figura 3.5 donde se representa el proceso
antes mencionado.
Figura 3.5: Diagrama funcional del componente para la Etapa de Publicacio´n. [3]
3.2.5. Ana´lisis de la Etapa de Explotacio´n
Para la fase de explotacio´n en la metodolog´ıa de Linked Data se busca fomen-
tar el uso de la informacio´n. Se requiere un componente que ofrezca transparencia
al usuario para permitir el acceso a un SPARQL Endpoint que consuma al tri-
plestore generado en la etapa de publicacio´n.
Existen varias herramientas para realizar la publicacio´n de un triplestore pero
se ha elegido Elda De Epimorphics por las siguientes razones:
Es una Api Open Source desarrollada en JAVA.
Permite explotar un triplestore RDF ya existente con la tecnolog´ıa de con-
sulta SPARQL.
Maneja formatos de datos de nivel de aplicacio´n como JSON y XML
Ampl´ıa el alcance de los datos al incluir para los usuarios el uso de formatos
no RDF para acceder a datos.
De acuerdo al ana´lisis previo de PDI descrito en tabla 3.1, no existe un com-
ponente que enmarque los requerimientos de la etapa de explotacio´n, Por lo tanto
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se justifica como objetivo de esta tesis, desarrollar un componente que permita
la explotar el SPARQL del triplestore ya generado en la etapa anterior.
3.2.5.1. Descripcio´n Funcional del Componente para la Explotacio´n
de RDF
El componente recibe como entrada una instancia del triplestore generado en
la etapa de publicacio´n, a continuacio´n el componente lista las entidades del RDF
para que le usuario seleccione las que desea visualizar, as´ı de esta manera dejara´
u´nicamente las que considere oportunas a mostrarse en la interfaz web de Elda. De
acuerdo a la seleccio´n del usuario el componente genera el archivo de configuracio´n
de Elda. Finalmente el componente entregara´ un archivo empaquetado con todos
los recursos de la instancia de Elda.
Un esquema funcional del componente se muestra a continuacio´n en la figura
3.6 donde se representa el proceso antes mencionado.
Figura 3.6: Diagrama funcional del componente para la Etapa de Explotacio´n. [3]
3.3. Ana´lisis y Disen˜o de Patrones de Limpieza
En el proceso de publicacio´n de Linked Data contempla un proceso denomi-
nado Cleaning el cual tiene como objetivo eliminar todos los errores en los datos
como sea posible.En la figura 3.7 se muestra algunos posibles errores en los nom-
bres de personas en los repositorios OAI, en este caso se ha definido el formato
para este dato como apellidos, nombres. Por lo general, estos datos son ingresados
por seres humanos y se equivocan al hacer este trabajo, en consecuencia se debe
realizar la limpieza y correccio´n. En PDI existen mu´ltiples componentes para el
manejo de string, que facilitan realizar el proceso de Cleaning sobre los datos.
Por lo cual, no se desarrolla un componente nuevo para realizar este proceso sino
que se detectan patrones, los cuales son implementados en PDI para que realicen
esta tarea, dependiendo el tipo de error a solucionar.
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Figura 3.7: Ejemplo de errores en los datos
Al definir un patro´n de limpieza para detectar un tipo de error en los datos de
un repositorio, puede llegar a ser reutilizado en otros con el mismo tipo de pro-
blema como por ejemplo errores por digitacio´n de caracteres de acento, comillas y
die´resis los cuales son comunes en muchos repositorios. Entonces la configuracio´n
de los componentes de PDI para la correccio´n de este tipo de error con este patro´n
sera reutilizable. Ahora bien existen tambie´n patrones que detecten errores u´nicos
de cada repositorio debido a peculiaridades propias del mismo, por lo tanto la
configuracio´n de los componentes para su correccio´n no seria reutilizable en otro
repositorio. Un esquema funcional de este proceso se muestra en la figura 3.8 que
cumplira´ el objetivo de detectar el patro´n y limpiarlo .
Figura 3.8: Esquema funcional para la limpieza de los datos
La descripcio´n de los patrones para la limpieza de los tipos de errores se detalla
en la seccio´n 4.8.
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4.1. Introduccio´n
En este cap´ıtulo se describe la implementacio´n de los componentes analizados
en el Cap´ıtulo 3, basados en la estructura ba´sica de los componentes en PDI, que
se detalla en el anexo 7.1. Para abarcar la implementacio´n de cada componente
esta se divide de la siguiente manera:
Interfaz del componente.
Funcionalidad e implementacio´n de los campos de la interfaz.
Implementacio´n de la salida del componente.
4.2. Implementacio´n del Componente para la
Extraccio´n de los Datos
Partiendo del ana´lisis realizado en el Cap´ıtulo 3 en la seccio´n 3.2.1 para la
etapa de especificacio´n es necesario el desarrollo de un componente que permita
la extraccio´n de los datos desde repositorios digitales OAIPMH.
4.2.1. Interfaz del Componente OAILoader
Los datos de entrada para este componente son extra´ıdos desde un repositorio
OAI que almacena informacio´n. Primeramente para extraer la informacio´n se
tiene que conectar a los repositorios OAI a trave´s de una URL, que retorna la
informacio´n en diferentes formatos con estructura XML tales como: xoai, oai dc,
mets etc... Por lo tanto, este componente permite ingresar una URL, escoger el
formato y los campos por el cual se va a recuperar la informacio´n. La interfaz del
componente tiene un campo Input URL, un boto´n para recuperar los formatos
(Get Formats) y un boto´n para generar los XPath (Get XPath). Como se muestra
en la figura 4.1.
Figura 4.1: Interfaz del componente OAILoader
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Nota: El campo Step name, el boton OK, Cancel y Help son partes comunes
de cualquier componente de PDI. Adema´s, el boto´n Precatch Data se detalla en
la seccio´n 4.9.
4.2.2. Funcionalidad e Implementacio´n de la Interfaz del
Componente OAILoader
En esta seccio´n se describe la funcionalidad e implementacio´n de los campos
con mayor relevancia de la interfaz del componente OAILoader.
Campo Input URL
Este campo captura la URL del repositorio digital OAI, para conectarse y extraer
los datos. La URL sigue una estructura valida, como se muestra en la figura 4.2
muestra un ejemplo de URL y su respectivo resultado de la invocacio´n.
Figura 4.2: Estructura valida de una URL y resultado de la invocacio´n a trave´s
de un navegador.
Con la URL capturada, el componente utiliza la librer´ıa oai2rdf para conectar-
se y extraer los datos desde el repositorio. Hay que recalcar, que la URL sola no
permite extraer los datos, sino solamente permite conectarse al repositorio. Para
extraer los datos se necesita el formato de los datos y el XPath para determinar
que datos se obtendra´n del repositorio. Se muestra en la figura 4.2 el resultado
de conexio´n al servidor en un navegador.
Esta URL es la base para todo el proceso de explicacio´n de los otros campos
del componente.
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Boto´n Get Formats
Esta funcionalidad permite conocer que formatos de datos han sido implemen-
tados en el repositorio OAI-PMH, debido a que, un repositorio permite la im-
plementacio´n de alrededor de doce formatos, pero existen instituciones que han
implementado solo algunos de ellos. En conclusio´n esta funcionalidad, ayuda al
usuario del componente a seleccionar un formato y evitar que los usuarios env´ıen
como para´metros formatos no implementados en dichos repositorios. Esta fun-
cionalidad en un navegador es embebida en el componente. Como muestra en la
figura 4.3.
Figura 4.3: Formatos en un navegador web.
El boto´n Get Formats utiliza la librer´ıa oai2rdf para conectarse y extraer los
formatos que contiene el repositorio, que finalmente son cargados en la interfaz
en un combobox. Hay que hacer notar, que en el combobox existen formatos con
el mensaje Not implement yet que significa que no se puede extraer los datos con
ese formato, debido ha que no esta´n implementados en el componente aunque
esten implementados en el repositorio. Ver figura 4.4.
Figura 4.4: ComboBox con los formatos.
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Boto´n Get XPath
Al realizar la extraccio´n de los datos con la librer´ıa oai2rdf, se cosecha los regis-
tros completos con todos los campos que estos contengan, pero esta funcionali-
dad no es suficiente cuando se requiere utilizar u´nicamente un solo campo. En
consecuencia, el componente implementa la funcionalidad de escoger todos o un
campo especifico de los datos de acuerdo a la necesidad del usuario. As´ı pues,
para desarrollar este comportamiento se conoce que los datos esta´n organizados
en estructura XML, de la cual se puede obtener los datos mediante un lenguaje de
consultas para XML en este caso XPath. Por lo tanto, el objetivo de este boto´n
es la construccio´n de los XPath de acuerdo al formato elegido. En la figura 4.5 se
muestra un extracto de un documento XML.
Figura 4.5: Extracto del un registro con el formato xoai.
La construccio´n de los XPath se inicia extrayendo la estructura del XML,
utilizando la URL y el formato elegido que se env´ıan como para´metros a la librer´ıa
oai2rdf, la cual retorna los primeros cien registros, pero para construir las rutas
XPath se toma el primer registro, como se muestra en la figura 4.5. El objetivo de
extraer el primer registro es obtener la estructura del XML de acuerdo al formato
elegido, con lo cual, se construye las rutas XPath basado en un algoritmo recursivo
que recorre la estructura de a´rbol del archivo XML. Dicho de otra manera, se
construye la rutas XPath recorriendo cada uno de los nodos del a´rbol XML como
se muestra en 4.5 hasta llegar al nodo hoja y en cada cambio de nodo se va
almacenando el XPath en una lista que genera como resultado todas las rutas
XPath posible. En la figura 4.6 se muestra la lista de XPath obtenidos al elegir
el formato xoai.
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Figura 4.6: XPath obtenidas desde el formato xoai.
4.2.3. Implementacio´n de la Salida del Componente OAI-
Loader
En el ana´lisis de este componente se determino´ que los datos de salida deben
ser devueltos en una tabla con tres columnas: Idrecord, Field y Data. Esto se
muestra en la figura 4.7.
Figura 4.7: Salida del componente OAILoader
Para comenzar la extraccio´n de los datos el componente utiliza todos los cam-
pos configurados en la interfaz del componente (URL, formato, XPath) que son
enviados como para´metros a la librer´ıa oai2rdf. Como se menciono´ anteriormen-
te los registros esta´n contenidos en archivos XML, el cual se accede a trave´s de
una funcio´n recursiva que va recorriendo cada nodo del a´rbol XML. La informa-
cio´n obtenida en el proceso recursivo es la cabecera que tiene cada registro y los
campos especificados en el XPath como se muestra en la figura 4.7.
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4.3. Implementacio´n del Componente para la
Carga de las Ontolog´ıas
De acuerdo al ana´lisis del capitulo 3 en la seccio´n 3.2.2, en la etapa de modela-
do se determino´ la necesidad de desarrollar un componente que permita la carga
de propiedades y clases de ontolog´ıas, con el fin de seleccionar los vocabularios
adecuados para el dominio de los datos.
4.3.1. Interfaz del Componente Get Properties OWL
El componente recibe como entrada una o varias ontolog´ıas, donde por cada
una de ellas se listara´n sus propiedades y clases. Para agregar cada ontolog´ıa se
permite ingresar una URL o seleccionar un archivo local de la ontolog´ıa, esto
determina que la interfaz del componente tenga un campo Input URI or name of
prefixlos botones Add URI, Load File, Delete Record y una tabla donde se listan
las ontolog´ıas que han sido ingresadas. Ver figura 4.8.
Figura 4.8: Interfaz del componente Get Properties OWL
Nota: El boto´n Precatch Data se describe, su implementacio´n y funcionalidad
en la seccio´n implementaciones comunes [4.9.1.2].
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4.3.2. Funcionalidad e Implementacio´n de la Interfaz del
Componente Get Properties OWL
A continuacio´n se describe la funcionalidad e implementacio´n de cada uno de
los campos que componen la interfaz del componente Get Properties OWL.
Figura 4.9: Boton Add URI al encontrar un namePrefix
Campo Input URI or name of prefix
En este campo se visualiza el origen de la ontolog´ıa que se va ingresar, este valor
puede ser de dos maneras: La primera opcio´n es una ruta local del archivo de
la ontolog´ıa, este valor se cargara´ automa´ticamente cuando se accione el boto´n
Load File: la segunda opcio´n es mediante una URL de la ontolog´ıa en la web, la
cual se cargara´ automa´ticamente con la accio´n del boto´n Add URI.
Boto´n Add URI
El boto´n Add URI agrega una ontolog´ıa en la tabla de la interfaz tomando co-
mo entrada el valor del campo Input URI or name of prefix. Para facilidad del
usuario se permite ingresar el prefixName, el cual es procesado por el compo-
nente automa´ticamente para encontrar la URI respectiva a trave´s de la consulta
del servicio http://lov.okfn.org/dataset/lov/api/v2/vocabulary/search. Dicho de
otra manera el usuario podr´ıa ingresar el prefixName bibo y el componente en-
contrara la URI http://purl.org/ontology/bibo/ que es la que corresponde. Se
debe acotar que se puede ingresar la URI completa en el campo de texto Input
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URI or name of prefix y el componente tambie´n la procesara´ normalmente.
Adema´s se realizan validaciones en el caso de no encontrar ninguna URL co-
rrespondiente a la bu´squeda, en consecuencia el componente muestra un mensaje
al usuario de URL no encontrada.
En la implementacio´n del boto´n Add URI se toma como para´metro el valor
ingresado en el campo Input URI or name of prefix como prefixName, despue´s a
trave´s del servicio http://lov.okfn.org/dataset/lov/api/v2/vocabulary/search se
obtiene la URL respectiva de la ontolog´ıa.
Boto´n Load File
Al dar clic en este boto´n se despliega un dialogo que permite seleccionar un archivo
local de la ontolog´ıa que se desea ingresar. El valor de la ruta y su nombre se
agregan en nueva fila de la tabla de ontolog´ıas. Esto se muestra en 4.10.
Figura 4.10: Dialog para seleccionar un ontolog´ıa desde un archivo local.
Boto´n Delete Record
Este campo permite borrar una ontolog´ıa seleccionada de la tabla de ontolog´ıas.
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4.3.3. Implementacio´n de la Salida del Componente Get
Properties OWL
En el ana´lisis de este componente se determino´ que los datos de salida sera´n
listados en una tabla con cuatro columnas: Num, Name, Source, Descripcio´n para
facilitar el manejo de los vocabularios dentro de PDI. Como se muestra en la figura
4.11
Figura 4.11: Salida del componente Get Properties OWL.
Para comenzar la extraccio´n de las clases y propiedades, el componente utiliza
todas las rutas de ontolog´ıas ingresadas por el usuario en la tabla de la interfaz.
Estas rutas locales o URLs de ontolog´ıas son enviadas como para´metros a la
librer´ıa Jena 2.5.4.1. Es decir por cada ontolog´ıa mediante Jena se crea un mode-
lo OntoModel en donde se carga su estructura completa (clases y propiedades).
Una vez validada la carga correcta del modelo se procede a acceder su estructura
mediante un algoritmo de recorrido, es decir por cada iteracio´n del algoritmo se
extrae cada clase y propiedad para ser almacenada en la tabla de salida. Final-
mente cabe recalcar que cada registro se ingresa en la base de datos embebida
para poderse cargar en el resto de componentes mediante la funcio´n de precarga.
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4.4. Funcionalidad del Componente Ontology
Mapping
En esta seccio´n se describe la funcionalidad del componente Ontology Map-
ping, el cual pertenece a la etapa de modelado de la metodolog´ıa LOD, donde
es necesario disponer de un componente que permita realizar el mapeo entre los
datos y las ontolog´ıas. Hay que recalcar que este componente no fue desarrollado
en el presente trabajo de tesis por lo tanto solo se describira´ su funcionalidad.
4.4.1. Interfaz del Componente Ontology Mapping
El componente recibe dos entradas: la primera es la fuente de Datos del repo-
sitorio proporcionado por el componente OAILoader, la segunda son las onto-
log´ıas configuradas en el componente Get Properties OWL. En la figura 4.12
se muestra la interfaz del componente Ontology Mapping.
Figura 4.12: Interfaz del componente Ontology Mapping
Los primeros para´metros que se configuran como base de este componente son
los siguientes:
StepName: Es el nombre que se asigna al componente para la transforma-
cio´n.
Ontologies Step: Combobox para seleccionar un componente de tipo
Get Properties OWL del cual se cargan las ontolog´ıas.
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Data step: Combobox para seleccionar un componente OAILoader del
cual se cargan los datos.
Dataset Base URI: Campo de texto para asignar la base URI con la cual se
construira´ la URL de los recursos generados.
Output Directory: Campo de texto donde se visualiza el directorio seleccio-
nado para el archivo de mapeo en lenguaje R2RML.
El componente tiene 3 pestan˜as donde se realiza la configuracio´n para el ma-
peo, como son: Classification, Annotation y Relation. La explicacio´n de la confi-
guracio´n de las pestan˜as para realizar el mapeo se describe en la seccio´n 5.4.2.2.
4.4.2. Salida del Componente Ontology Mapping
La salida del componente es el mapeo entre ontolog´ıas y datos, para lo cual
se genera un archivo en el lenguaje de mapeo r2rml. Finalmente este archivo
de mapeo sera´ la entrada para el componente R2RMLtoRDF de la etapa de
generacio´n.
4.5. Implementacio´n del Componente para la
Generacio´n de Datos en el Esta´ndar RDF
La seccio´n 3.2.3, detalla la etapa de generacio´n, la cual determino´ la necesidad
de desarrollar un componente que permita la generacio´n de datos en el esta´ndar
RDF y que la salida de este, sea un archivo con las tripletas RDF de los datos
del repositorio configurado en el componente OAILoader.
4.5.1. Interfaz del Componente R2RMLtoRDF
Este componente hace uso de la librer´ıa db2triples de la seccio´n 2.5.3, la cual
necesita como entrada un archivo de mapeo entre los datos y ontolog´ıas, adema´s
una conexio´n a base de datos para generar los datos en formato RDF. Hay que
recalcar, que este proyecto plantea unificar las tecnolog´ıas utilizadas para generar
RDF, por lo cual, se utiliza una base de datos embebida compatible con el lenguaje
JAVA como lo es H2, ver seccio´n 4.9.1. En consecuencia el componente permite
escoger el archivo de mapeo, configurar los para´metros de conexio´n a la base de
datos, seleccionar el formato en el cual se estructuran las tripletas RDF. Como
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se muestra en la figura 4.13, al mismo tiempo permite escoger el directorio para
el archivo de datos RDF de salida y utiliza dos botones adicionales para facilidad
en el uso del componente.
Nota.- El nombre del archivo de salida se toma desde el campo StepName.
Figura 4.13: Interfa del componente R2RMLtoRDF
4.5.2. Funcionalidad e Implementacio´n de la Interfaz del
Componente R2RMLtoRDF
En esta subseccio´n se describe la funcionalidad e implementacio´n de los cam-
pos mas relevantes que componen la interfaz del componente R2RMLtoRDF.
Figura 4.14: FileDialog para elegir el archivo de mapeo.
Campo R2RML file
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La funcionalidad de este campo es registrar la ruta del archivo de mapeo. La
implementacio´n se la realiza con un FileDialog de la librer´ıa swt, que permite es-
coger del archivo de mapeo guardado en la computadora. Una vez seleccionado el
archivo, se utiliza la librer´ıa db2triples para extraer el mapeo entre las ontolog´ıas
y los datos. Como se muestra en la figura 4.14.
Campos de Configuracio´n de la Conexio´n a Base de Datos
El objetivo de cada uno de estos campos es registrar informacio´n que permita la
conexio´n a base de datos, creada por el componente OAILoader en la seccio´n
5.2. Cada campo se detalla a continuacio´n:
SQLVendor: Permite elegir el driver de la base de datos.
Data Base URL: Direccio´n URL de conexio´n a la base de datos.
Data Base Schema: Nombre de la base de datos.
UserName: Nombre de usuario de la base datos.
Password: Contrasen˜a de la base de datos.
La implementacio´n de la conexio´n a la base de datos, se realiza con la librer´ıa
db2triples, la cual permite conectar a diferentes gestores de bases de datos, ta-
les como: Mysql, PostgreSQL y H2, por lo cual, esta toma todos los para´metros
configurados en la interfaz del componente para realizar la conexio´n.
RDF Output File
En este campo se almacena el directorio en el cual se crea el archivo de salida con
el formato.
Boto´n Test Connection
Este boto´n realiza una conexio´n a la base de datos, para comprobar que los
para´metros configurados sean correctos, adema´s da acceso a los datos antes de
ejecutar el componente.
Boto´n Retrieve DB Connection from input Step
El propo´sito de este boto´n es configurar automa´ticamente todos los para´metros
de conexio´n a base de datos y la ruta al archivo de mapeo, esto se consigue cuando
algu´n componente esta conectado como entrada al componente R2RMLtoRDF,
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y de este consigue todas las configuraciones previas realizadas, permitiendo inte-
grar los componentes previamente configurados. Finalmente, la implementacio´n
de esta funcionalidad es para facilitar el uso del componente por parte del usuario.
4.5.3. Implementacio´n de la Salida del Componente
R2RMLtoRDF
La implementacio´n de la salida del componente se la realiza con la librer´ıa
db2triples, la cual toma el archivo de mapeo y la conexio´n a base de datos como
entradas, con los cuales extraer las relaciones creadas en el archivo de mapeo y
con los registros desde la base de datos, realiza la generacio´n de RDF y crea el
archivo en la ruta especificada. Como se muestra en la figura, la salida en PDI es
la ruta en donde se almaceno el archivo creado.
4.6. Implementacio´n del Componente para la
Publicacio´n de los Datos
De acuerdo al ana´lisis del capitulo 3 realizado para la etapa de publicacio´n se
determino´ desarrollar un componente que permita realizar la publicacio´n del RDF
obtenido en la etapa generacio´n mediante el Servidor Fuseki, el objetivo es crear
una instancia de Fuseki configurado automa´ticamente para generar un servicio
de SPARQL Endpoint del triplestore con el RDF de la etapa de generacio´n.
4.6.1. Interfaz del Componente Fuseki Loader
Este componente recibe como entrada una archivo RDF para ser publicado
en triplestore de Fuseki. Por lo tanto esta necesidad determina que la interfaz del
componente tenga los campos Input Dataset, Service Name, Service Port, Base
URI que son necesarios para la configuracio´n de Fuseki. Finalmente se muestra
en la figura 4.19 la interfaz descrita.
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Figura 4.15: Interfaz del componente Fuseki Loader
Los para´metros de configuracio´n son.
StepName: Campo de texto donde se ingresa el nombre que se asignara al
componente en la transformacio´n.
Input Dataset: Campo donde se selecciona el archivo RDF que sera´ utilizado
como Dataset. Nota: por medio del boto´n Precatch se carga automa´tica-
mente este valor del componente R2RMLtoRDF.
Service Port: Campo de texto donde se ingresa el puerto por donde se inicia
el servicio de Fuseki.
Base URI: Campo de texto para asignar el grafo con el que se creara´ el
servicio (BaseURI).
Choose Directory: Campo de texto que visualiza el directorio seleccionado
en donde se creara´ la instancia de Fuseki.
Ahora bien Fuseki permite configurar varias propiedades para generar un ser-
vicio de SPARQL Endpoint como se puede consultar en su documentacio´n oficial
[9]. Con respecto a esta caracter´ıstica fue necesario crear una tabla de para-
metrizacio´n en donde por cada fila, se tenga precargado un combobox con las
propiedades soportadas por Fuseki. Por cada fila se seleccionauna propiedad y
se asigna un valor para la misma mediante un campo texto ubicado a la dere-
cha de dicha propiedad. Para facilidad del usuario el componente permite desde
la interfaz iniciar y detener el servicio, adema´s si el servicio esta levantado se
puede abrir un navegador web que estara´ apuntando a la URL del servicio. Esta
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funcionalidad se implementa con los botones Start Service, Stop Service y Open
Browser.
4.6.2. Funcionalidad e Implementacio´n de la Interfaz del
Componente Fuseki Loader
En esta seccio´n se describe la funcionalidad e implementacio´n de cada uno de
los campos que componen la interfaz del componente Fuseki Loader.
Campo de Texto Input Dataset
Este campo especifica la ruta del archivo RDF que servira´ como Dataset para
la instancia de Fuseki. Su valor se puede tomar mediante el boto´n LoadFile, o
por medio del boto´n Precatch el cual extrae la ruta del componente anterior
R2RMLtoRDF2.
Boto´n Load File
La funcionalidad de este boto´n es desplegar un cuadro de dialogo que permite
seleccionar un archivo local del RDF que se desea ingresar. El valor de la ruta se
asigna en el campo de texto Input Dataset. Como se muestra en la figura 4.16.
Figura 4.16: Dialogo para seleccionar el RDF desde un archivo local.
La implementacio´n de este boto´n se realiza mediante la librer´ıa SWT para la
creacio´n de un cuadro de dialogo que permita seleccionar los archivos.
Tabla Parameter Value
En esta tabla al dar clic en el combobox de para´metros se listara´n las propiedades
de configuracio´n soportadas por Fuseki. Cabe recalcar que solo la columna Value
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es editable para ingresar el valor de la propiedad. Como se muestra en la figura
4.17.
Figura 4.17: Dialogo para seleccionar un rdf desde un archivo local.
Cada fila parametrizada en la tabla sera´ agregada al archivo de configuracio´n
de Fuseki que genera el componente.
La implementacio´n de este tabla dina´mica se realiza mediante el uso la clase
Table de librer´ıa SWT de Java. Por medio del uso de un Listener, este crea una
nueva fila automa´ticamente cuando se seleccione la ultima celda de la columna
Value.
Boto´n Start Service
Este boto´n solo se habilitara´ cuando el componente haya sido ejecutado al menos
una vez, puesto que esto genera una instancia de Fuseki. Dicho de otra manera
no se podr´ıa iniciar una instancia que aun no ha sido creada.
Al dar clic en este boto´n se crea un proceso que arranca el servidor Fuseki.
Cabe recalcar que el proceso se realiza sobre el directorio que se escogio´ para la
instancia de Fuseki.
La implementacio´n de este boto´n se realiza mediante Threads para optimizar
la eficiencia del componente en tiempo de ejecucio´n. Con el uso de la librer´ıa
Runtime se manda ejecutar el comando de Fuseki que inicia el servicio, ./Fuseki-
server –port=8080 –config=config.ttl con la parametrizacio´n del usuario. Final-
mente mediante la clase ExecutorTask se asigna un thread al proceso de tipo
Runtime que levanta el servicio.
Boto´n Stop Service
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Este boto´n se habilita cuando el servicio de Fuseki esta´ levantado. Finalmente este
boto´n sirve para detener el servicio, puesto que se tiene identificado la instancia
del proceso que levanto´ el servicio.
Boto´n Open Browser
La funcionalidad de este boto´n permite abrir un navegador que accede a la URL
del servicio de Fuseki que se ha creado. De esta manera se facilita al usuario el
acceso para que pueda realizar la explotacio´n del triplestore mediante consultas
SPARQL. Cabe recalcar que el boto´n estara´ habilitado solo cuando el servidor
Fuseki este arrancado. Ver imagen 4.18.
Figura 4.18: Servicio levantado en Fuseki Server
4.6.3. Implementacio´n de la Salida del Componente Fu-
seki Loader
La salida del componente es una instancia del servidor Fuseki con la configu-
racio´n parametrizada por el usuario en la interfaz del componente.Para comenzar
la creacio´n del archivo de configuracio´n el componente utiliza todos los campos
configurados en la interfaz del componente (Nombre del Servicio, Puerto, Data-
set, GraphUri, etc ) que son enviados como para´metros a la librer´ıa Jena. Con el
uso de Jena se crea un RDf Model en el cual se agregan los recursos y propieda-
des que mapean la configuracio´n descrita en los para´metros. Para ello se crearon
clases para definir las propiedades de Fuseki que se desean mapear en el modelo.
Una vez creado el modelo con la configuracio´n deseada se procede a escribir en el
archivo config.ttl con sintaxis Turtle 2.2.4.2. Cabe recalcar que todos los archivos
del servidor Fuseki necesarios para generar su instancia se encuentran embebidos
dentro de los recursos del componente. Finalmente el componente coloca el ar-
chivo de configuracio´n y el archivo RDF (Dataset) en sus directorios respectivos
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dentro de la instancia de Fuseki que genera el componente.
4.7. Implementacio´n del Componente para la
Explotacio´n de los Datos
De acuerdo al ana´lisis del capitulo 3 seccio´n 3.2.4, en la etapa de explotacio´n
se determino´ desarrollar un componente que permita realizar la explotacio´n del
SPARQL Endpoint obtenido en la etapa de publicacio´n mediante el Servidor Elda
2.5.6.
4.7.1. Interfaz del Componente Elda Step
Este componente recibe como entrada un servicio SPARQL EndPoint que
consuma el triplestore generado en la etapa de publicacio´n. Primeramente en la
configuracio´n de Elda se debe definir las Entidades que mostrara´ la aplicacio´n. Por
cada entidad se pueden configurar varias propiedades a mostrarse, cabe recalcar
que en cada propiedad se puede asignar un label especifico. Adema´s Elda permite
en cada entidad asignar una propiedad por la cual ordenar los resultados en la
lista de recursos que se crea. Los campos para esta interfaz son:
StepName: Campo de texto donde se ingresa el nombre que se asignara´ al
componente en la transformacio´n.
SPARQL Service: Campo donde se ingresa la URL del servicio SPARQL a
consultar. Nota : por medio del boto´n Precatch se carga automa´ticamente
este valor del componente Fuseki Loader.
Base URI: Campo de texto para ingresar el grafo por el cual se realizaran
las consultas en el servicio.
Output Directory: Es el directorio en donde se generara´ las instancias de
Elda con todos sus archivos configurados.
Con el fin de brindar una interfaz intuitiva para el usuario, se creo la ta-
bla Entities solo para la configuracio´n de la entidades y otra tabla solo para la
configuracio´n de propiedades llamada Properties.
Como se muestra en la figura 4.19 la interfaz descrita.
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Figura 4.19: Interfaz del componente Elda Loader
Nota: El campo Step name, el boto´n OK, Cancel y Help son parte de cualquier
componente de PDI. Adema´s El boto´n Precatch Data describe su implementacio´n
y funcionalidad en la seccio´n implementaciones comunes.
4.7.2. Funcionalidad e Implementacio´n de los Campos de
la Interfaz del Componente Elda Step
En esta seccio´n se describe la funcionalidad e implementacio´n de los campos
con mayor relevancia de la interfaz del componente Elda Step.
Boto´n Load Values
Su funcionalidad consiste en obtener las entidades existentes en el SPARQL End-
point mediante una consulta SPARQL, los resultados obtenidos en la consulta se
proceden a cargar en la tabla de Entidades.
El boto´n Load Values, utiliza la clase QueryFactory de la librer´ıa Jena para
conectarse al SPARQL Endpoint y extraer los resultados de la consulta. Cabe
recalcar que en la tabla se cargara´n todas las entidades pertenecientes al grafo
ingresado por el usuario.
Tabla Entities
La funcionalidad de la tabla es crear un lista de recursos que pertenezcan a la
entidad que se seleccione. Por lo tanto, en cada entidad seleccionada hay 3 co-
lumnas de tipo checkbox, textbox y combobox respectivamente. La funcionalidad
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de cada columna se detalla a continuacio´n.
Columna Entity: Cuando se activa el checkbox el componente procede a
ejecutar una consulta SPARQL para obtener las propiedades pertenecien-
tes a la entidad seleccionada, despue´s se cargan los resultados en la tabla
Properties y en el comboBox Sort Property.
Columna Label: Este campo de texto permite asignar una etiqueta a la
entidad. Adema´s el label tambie´n servira´ para crear la URL que acceda
a la lista de recursos de la entidad seleccionada. Por ejemplo se muestra
en la figura 4.20, para la entidad http://purl.org/ontology/bibo/Thesis se
configura el label con Tesis.
Figura 4.20: Ejemplo de configuracio´n de label para la entidad Thesis
Entonces la URL que se creara´ para la lista de recursos de este tipo sera´
http://localhost:8080/dspace/Tesis como se muestra en la figura 4.21.
Figura 4.21: Ejemplo de URL formada para la lista de recursos de la entidad
Tesis.
Columna Sort Property: La funcionalidad del comboBox Sort Property es
permitir elegir la propiedad por la cual se ordenaran la lista de recursos.
Hay que hacer notar que este comboBox solo estara´ cargado mientras se
encuentre activo el checkbox de la primera columna.
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Tabla Properties
Esta tabla permite seleccionar y configurar propiedades por cada entidad selec-
cionada en la tabla Entities.
La tabla tiene dos columnas tipo checkbox y textbox respectivamente. La
funcionalidad de cada columna se describe a continuacio´n.
Columna Property: Su funcionalidad permite seleccionar las propiedades
que se van a configurar para la entidad.
Columna Label: Esta campo captura el valor que se asignara´ como etiqueta
a la propiedad.
En conclusio´n la funcionalidad de esta tabla permite personalizar los nombres
con los cuales se visualizara´n las propiedades de cada recurso encontrado dentro
de Elda.
4.7.3. Implementacio´n de la Salida del Componente Elda
Step
La salida del componente es una instancia del servidor Elda con la configura-
cio´n parametrizada por el usuario en la interfaz del componente. Para comenzar
la creacio´n del archivo de configuracio´n el componente utiliza todos los campos
configurados en la interfaz del componente (Entidades Seleccionadas, Propieda-
des Seleccionadas, Labels, Sort Property ) que son enviados como para´metros a la
librer´ıa Jena. Con el uso de Jena se crea un RDF Model en el cual se agregan los
recursos y propiedades que mapean la configuracio´n descrita en los para´metros.
Para ello se crearon clases para definir las propiedades de Elda que se desean
mapear en el modelo. Una vez creado el modelo con la configuracio´n deseada
se procede a escribir en un archivo con sintaxis Turtle (TTL). Cabe recalcar
que todos los archivos del servidor Elda necesarios para generar su instancia
se encuentran embebidos dentro de los recursos del componente. Finalmente el
componente coloca el archivo de configuracio´n en su directorio respectivo para la
instancia generada.
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4.8. Implementacio´n de los Patrones de Lim-
pieza
Como se indico´ en el capitulo 3 en la seccio´n 3.3, no se desarrollo un nuevo
componente, sino se han detectado patrones para la limpieza de los datos, los
cuales han sido clasificados como: reutilizables y no reutilizables en cualquier
repositorio. Adema´s, en esta seccio´n se detalla algunos aspectos que se deben
tener en cuenta como se crearon los patrones, tales como: co´digo de colores,
notas.
4.8.1. Patro´n Reutilizable
Este tipo de patro´n se reutiliza sobre datos de cualquier repositorio. Un patro´n
reutilizable puede comprobar una estructura definida filtrando todos los registros
que la cumplan, un ejemplo de estructura es Apellido1 Apellido2, Nombre1 Nom-
bre2, hay que aclarar que las estructuras las define el desarrollador, entonces todos
los datos que ingresen al patro´n y cumplan esta estructura sera´n validos. Para
ejemplificar si ingresan al patro´n 2 registros: registro1= Santacruz Mora, Edison
Freddy y registro2= Santacruz Mora, Edison este determina como salida que el
registro1 es correcto y el registro2 es incorrecto. La creacio´n de algunos patrones
reutilizables se los describe en la seccio´n 5.2.2.
4.8.2. Patro´n no Reutilizable
Este tipo de patro´n solamente corrigen errores u´nicos de un repositorio o ante-
riormente no detectados en otros repositorios, este tipo de patrones pueden llegar
a ser reutilizables cuando se examine datos de otros repositorios, un ejemplo de
patro´n no reutilizable puede comprobar la valides de los datos que no han cum-
plido la estructura definida para el patro´n reutilizable, pero ahora estos datos
tienen una nueva estructura Apellido1 Apellido2, Nombre1 que sigue siendo va-
lida, entonces todos los datos que ingresen al patro´n se filtra la nueva estructura
valida. En el ejemplo para un patro´n reutilizable se comprobo´ que el registro1=
Santacruz Mora, Edison Freddy es valido y que el registro2= Santacruz Mora,
Edison es incorrecto, entonces el registro2 sirve como entrada al patro´n no reuti-
lizable que comprueba la nueva estructura y determina que el registro2 es valido.
La creacio´n de algunos patrones no reutilizables se los describen en la seccio´n
5.2.2.
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4.8.3. Co´digo de colores
El co´digo de colores se crea para diferenciar entre patrones generales, los cua-
les pueden aplicarse a todos los repositorios, y los patrones espec´ıficos, los cuales
se aplican solo a correcciones especificas de cada repositorio, adema´s permite de-
terminar cual es un patro´n de limpieza y cual es una configuracio´n del Framework
para la generacio´n de Linked Data, como se muestra se la figura 4.22. Este co´digo
se detalla a continuacio´n.
Color Celeste: Detalla los patrones de limpieza reutilizables en cualquier
repositorio.
Color Naranja: Detalla los patrones de limpieza u´nicos encontrados en un
repositorio en particular.
Color Verde: Detalla la configuracio´n del Framework para la generacio´n de
Linked Data.
Color Morado: se utiliza para las notas, aclarando que hace cada uno de los
bloques de la transformacio´n en PDI.
Nota: En una transformacio´n en PDI, estos patrones se los organiza en bloques
como se explica en la seccio´n 5.2.2.
Figura 4.22: Transformacio´n aplicado el co´digo de colores.
Fab´ıan Leonardo Pen˜aloza Mar´ın
Edison Freddy Santacruz Mora
51
Cap´ıtulo 4
4.8.4. Notas
En las notas se detalla las correcciones realizadas sobre los datos, en cada
bloque, como se muestra en la figura 4.23.
Figura 4.23: Detalle de las correcciones realizadas en cada bloque.
4.9. Implementacio´n de la Funcionalidad Utili-
taria para los Componentes
La finalidad de esta seccio´n es explicar como un proceso implementado en
el Framework colabora con la integracio´n de los componentes del Framework, el
cual se detallara a continuacio´n.
4.9.1. Inclusio´n de Base de Datos H2
Este proceso realiza la inclusio´n de una base de datos embebida H2 [2.4.2],
la cual es integrada en los componentes desarrollados en este proyecto, por ser
compatible con el lenguaje de programacio´n JAVA. El propo´sito de este proceso
es permitir el acceso a los datos extra´ıdos en la etapa de especificacio´n, como
tambie´n a las clases y propiedades de las ontolog´ıas en la etapa de modelado entre
los dema´s componentes. Este proceso se ejecuta al dar click al boto´n Precatch
Data que generar un esquema de base datos con el nombre de DBLOD, el cual
contiene las tablas como se muestran en la figura 4.24.
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Figura 4.24: Esquema DBLOD en la base de datos H2
Las tablas creadas en el esquema DBLOD para los componentes OAILoader
y GET Properties OWL contienen una clave primaria conformada por tres
campos, los cuales se detallan a continuacio´n.
TRANSID: Esta columna almacena el nombre de la transformacio´n creada
en el PDI.
STEPID: Esta columna almacena el nombre del STEP (Componente).
SEQUENCE: Esta columna almacena el valor de una secuencia creada para
cada registro.
4.9.1.1. Tabla OAIPMHDATA
La finalidad de esta tabla es almacenar la registros obtenidos del componente
OAIPMH. Para ser utilizado en el componente de mapeo y de generacio´n de RDF:
Los campos de mayor relevancia para esta tabla se detallan a continuacio´n.
Idrecord: Esta columna almacena el identificador de cada registro extra´ıdo
del repositorio.
Field: Esta columna almacena el nombre del campo que se representa en el
registro.
Data: Esta columna almacena el valor en si del registro que se esta recupe-
rando.
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Finalmente en la figura 4.25 se muestra la manera de como se almacenan los
registros en la tabla, los cuales son creados mediante el boto´n de precargar del
componente de OAIPMH.
Figura 4.25: Tabla OAIPMHDATA del esquema DBLOD en H2
4.9.1.2. Tabla GETPROPERDATA
La finalidad de esta tabla es almacenar la registros obtenidos del componente
GET Properties OWL, para ser utilizado en el componente de mapeo y de
generacio´n de RDF. Los campos de mayor relevancia para esta tabla se detallan
a continuacio´n.
Ontology: Esta columna almacena el nombre de la ontolog´ıa a la que per-
tenece el registro.
Subject: Esta columna almacena la URL de la clase o propiedad listada.
Object: Esta columna almacena los rdfs:class o rdfs:properties dependiendo
si el registro es una clase o propiedad. Por lo tanto la columna permite
distinguir si se trata de una clase o propiedad.
Finalmente cmo se muestra en la figura 4.26 la manera de como se almacenan los
registros en la tabla, los cuales son creados mediante el boto´n de precargar del
componente de GET Properties OWL.
Figura 4.26: Tabla GETPROPERDATA del esquema DBLOD en H2
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5.1. Introduccio´n
El objetivo principal de este cap´ıtulo es realizar un ejemplo pra´ctico de uso del
Framework de Linked Open Data (LOD) desarrollado en esta tesis. A continuacio´n
se muestra en la figura [5.1] la configuracio´n de los componentes desarrollados para
cada etapa.
Figura 5.1: Figura Framework para la generacio´n de (LOD) [3]
El caso pra´ctico implementa la metodolog´ıa Linked Open Data (LOD) [2.3].
5.2. Especificacio´n
En la etapa de especificacio´n se configura dos componentes, como se muestra
en la figura [5.1]. El componente 1 permite la conexio´n y extraccio´n de los datos,
y el componente 2 que realiza la limpieza de los datos. Hay que decir, que el
componente 1 en el proyecto toma el nombre de OAILoader, y el componente
2 son configuraciones entre componentes propios de PDI.
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5.2.1. Configuracio´n del Componente OAILoader
En esta seccio´n se muestra la configuracio´n de cada uno de los campos del
componente OAILoader que le permite conectarse y extraer los datos desde los
repositorios OAIPHM. En la figura [5.2] se muestra la configuracio´n para este
ejemplo.
Figura 5.2: Configuracio´n componente OAILoader
5.2.1.1. Para´metros de Entrada
Entre los para´metros que se deben configurar para el uso del componente
OAILoader se tiene:
StepName: Es el nombre que se asigna al componente en la transformacio´n
y en este caso sera´ Universidad ESPOL.
Input URI: Se especifican la URL del repositorio digital OAI para conectar
y extraer los datos. Por ejemplo http://www.dspace.espol.edu.ec/oai/request,
esta es la URL de la universidad ESPOL.
Prefix: Esta opcio´n especifica el formato para la extraccio´n de Datos, para
el ejemplo se toma xoai.
Get Xpath: En este campo se asigna al componente una XPath para extraer
todos los registros o solamente un campo espec´ıfico. En este ejemplo se con-
figura el XPath /oai20:OAI-PMH/oai20:ListRecords/oai20:record/oai20:
metadata/xoai:metadata/xoai:element[@name=’dc’] que permite la extrac-
cio´n de todos los registros con todos sus atributos.
Nota: el boto´n Precatch Data permite almacenar los datos extra´ıdos del re-
positorio en la base embebida descrita en la seccio´n 4.9. Esta base de datos se
usa en los componentes de modelado y generacio´n para realizar el mapeo de los
datos y la generacio´n en RDF.
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5.2.1.2. Salida del Componente
El resultado de este componente es una tabla con 3 columnas que permite
visualizar los datos extra´ıdos del repositorio, como se muestra en la figura [5.3].
En donde:
Idrecord: Es el Id del registro en repositorio, en el caso actual sera´n los
creados dento del repositorio de la ESPOL.
Field: Especifica el nombre del campo que se representa en el registro.
Data: Es el valor del registro que se esta recuperando.
Figura 5.3: Salida del componente OAIloader
Como se muestra en la figura [5.1], el siguiente paso es la configuracio´n del
componente 2, el cual toma la salida del componente OAILoader como su en-
trada. Hay que recalcar, que inicialmente el componente 2 se encontraba en la
etapa de generacio´n a continuacio´n del componente R2RMLtoRDF, pero se
determino llevarlo a la etapa de especificacio´n porque es mas factible limpiar los
datos antes de generar el RDF.
Figura 5.4: Transformacio´n ejemplo pra´ctico, componente OAIloader
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5.2.2. Limpieza de Data
De acuerdo al Framework [5.1] en esta seccio´n se realiza el proceso de Limpieza
de Data. Este no es un componente desarrollado como parte del Framework, sino
ma´s bien son configuraciones de componentes de PDI, los cuales permiten corregir
errores en los datos extra´ıdos del repositorio, que para este ejemplo corresponde
al de la universidad ESPOL. Por lo tanto, esta seccio´n muestra los bloques de
componentes configurados para realizar la limpieza de los datos y que tipo de
errores fueron solucionados.
5.2.2.1. Bloques de Componentes para la Limpieza en PDI
Para comenzar la limpieza de los datos, en el ejemplo se tiene una estruc-
tura que deben cumplir para ser considerados como correctos, en este ejemplo
la estructura de los nombres de autores debe ser Apellido1 Apellido2, Nombre1
Nombre2, por ejemplo, un nombre correcto es Santacruz Mora, Edison Freddy.
Adicionalmente, se debe verificar que los nombres no contengan caracteres re-
ferentes a acentos especiales, die´resis, tildes o algu´n error de digitacio´n. Ahora
bien, en esta seccio´n se muestra como varios componentes de PDI configurados
en bloques solucionan los errores encontrados en este ejemplo particular.
Seleccio´n de Datos con Estructura Correcta
En este bloque se verifica que los datos este´n con la estructura correcta como se
especifico anteriormente, adema´s se corrigen varios errores de digitacio´n que se
han encontrado. La figura 5.5 muestra el bloque para este ejemplo, los datos que
no cumplan este primer filtro son la entrada del siguiente bloque y los datos que
cumplan son la entrada al componte Data Precaching detallado en seccio´n 5.3.1.
Figura 5.5: Bloque para comprobar la estructura en los datos.
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A continuacio´n se detallan los componentes de PDI utilizados en este bloque:
Replace in string: Es un componente que permite buscar un string para
remplazarlo con otro string o quitarlo definitivamente. Errores corregidos
con este componente:
1. Error de nombres con 2 comas como separador de la estructura.
2. Error de nombres con aceptos especiales, die´resis y tildes.
3. Error de nombres con guiones bajos o medios.
Ea la figura 5.6 se muestra la configuracio´n de este componente solucionando
uno de los errores anteriormente detallados.
Figura 5.6: Configuracio´n del componente Replace in string.
Regex Evaluation 2: Este componente permite evaluar una expresio´n regu-
lar, que para este bloque evalu´a si la estructura de los nombres de autores
es la correcta. La figura 5.7 muestra una expresio´n regular para evaluar la
estructura de los nombres, esta es configurada en el componente.
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Figura 5.7: Ejemplo de una expresio´n regular evaluando la estructura de los
nombres.
Comprobacio´n de Datos con Estructura Correcta
En este bloque se corrigen los nombres de autores que no cumplieron la estructura
descrita en la seccio´n 5.2.2.1, pero sin embargo, son nombres validos con otras
estructuras, tales como: Apellido1 Apellido2, Nombre1 o´ Apellido1, Nombre1, los
cuales se filtran en este bloque. La figura 5.9 muestra el bloque para este ejemplo,
los datos que no cumplan este nuevo filtro pasan a una lista para ser verificados
manualmente y los datos que cumplan se agregar al componte Data Precaching
detallado en seccio´n 5.3.1.
Figura 5.8: Bloque para evaluar otras estructuras validas en los datos.
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Este bloque utilizo los siguientes componentes:
Regex Evaluation: Este componente utiliza diferentes expresiones regulares
para evaluar las nuevas estructuras validas.
Modified Java Script Value: Este componente permite programar en el len-
guaje JavaScript. El error que se corrige con este componente es el de ape-
llidos o nombres duplicados por ejemplo: Santacruz Santacruz Mora Mora,
Edison Edison Freddy Freddy, como salida se obtiene los nombres con las
estructuras antes mencionadas de acuerdo al caso. La figura 5.9 muestra la
configuracio´n descrita para este componente.
Figura 5.9: Configuracio´n del componente Modified Java Script Value para co-
rregir duplicados.
Nota: toda la configuracio´n descrita en esta seccio´n se representa con un re-
cuadro azul con el nombre de Limpieza de datos, en las siguientes secciones de
este ejemplo practico.
5.3. Componentes Utilitarios
Los componentes descritos en esta seccio´n no fueron desarrollados en esta
tesis, pero se deben configurar en la transformacio´n porque son necesario para la
ejecucio´n de este ejemplo, estos proveen diferentes funcionalidades que se detallan
en esta seccio´n.
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5.3.1. Configuracio´n Componente Data Precatching
Esta seccio´n detalla la configuracio´n del componente Data Precatching, el cual
se encarga de guardar los datos de salida del proceso limpieza de Data descrito en
la seccio´n 5.2.2. El componente almacena los datos en la tabla OAIPMHDATA
de la base embebida descrita en la seccio´n 4.9.1.1. La informacio´n que se almace-
na, se utiliza en los componentes de Ontology Mapping y R2RMLtoRDF. La
configuracio´n para este ejemplo se muestra en la figura 5.10.
Figura 5.10: Configuracio´n componente Data Precatching.
5.3.1.1. Para´metros del Componente
StepName: Es el nombre que se asignara´ al componente para la transfor-
macio´n, para el ejemplo es Data Precatching.
DB Connection URI : Es la URI de conexio´n con la base de datos jdbc:h2: /dblod.
Este valor se carga automa´ticamente y no es editable.
DB Table Name : Es el nombre de la tabla dentro de la base embebida, este
valor se configura automa´ticamente y no es editable.
5.3.2. Uso del Componente Block this step until steps
finish
Este componente es parte de PDI, el cual detiene la ejecucio´n de los componen-
tes configurados que esta´n definidos antes. La razo´n del uso de este componente
es permitir cargar los datos y las ontolog´ıas antes de continuar las dema´s etapas
del proceso de Linked Data. En la figura 5.11 se muestra la configuracio´n descrita
para este ejemplo.
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Figura 5.11: Configuracio´n componente Block this step until steps finish
5.3.2.1. Para´metros de Entrada
StepName: Es el nombre que se asignara´ al componente: Block this step
until steps finish
Columna StepName: Es el componente que debe terminar su ejecucio´n,
para continuar el proceso de la transformacio´n, para este ejemplo Data
Precatching.
5.3.2.2. Salida del Componente
El resultado de este componente es indicar a la transformacio´n que debe espe-
rar que finalice el componente Data Precatching, para continuar con la ejecucio´n
del resto de componentes.
5.4. Modelado
En esta etapa se determina las ontolog´ıas adecuadas a ser utilizadas para rela-
cionar los datos obtenidos en la etapa de especificacio´n. En base a la metodolog´ıa
[5.1], se configurara´n el componente 3 y el componente 4 para realizar la etapa
de modelado .
5.4.1. Configuracio´n del Componente para la Carga de
las Ontolog´ıas
En esta seccio´n se detalla un ejemplo pra´ctico de la configuracio´n y uso del
componente de carga de ontolog´ıas. De acuerdo al Framework [5.1] aqu´ı se con-
Fab´ıan Leonardo Pen˜aloza Mar´ın
Edison Freddy Santacruz Mora
64
Cap´ıtulo 5
figurara´ el componente 3 para seleccionar ontolog´ıas. La figura [5.12] muestra la
configuracio´n para este ejemplo.
Figura 5.12: Configuracio´n componente Get Properties OWL
5.4.1.1. Para´metros de Entrada
Entre los para´metros que se deben configurar para el uso del componente Get
Properties OWL se tiene :
StepName: Es el nombre que se asigna al componente para la transformacio´n
y en este caso sera´ Get Properties OWL.
Input Ontology URL or the Name or of Prefix: Se especifican los nombre de
las ontolog´ıas en esta caso son: bibo, foaf, dcterms, bibtext.Cada ontolog´ıa
se cargo al accionar el boto´n Add URI.
Boton Load File : Esta opcio´n se utiliza para cargar ontolog´ıas desde archi-
vos OWL, RDF o TLL, para el ejemplo actual no fue necesario porque las
ontolog´ıas se cargaron con su URI.
5.4.1.2. Salida del Componente
El resultado al ejecutar el componente es un listado con las clases y propieda-
des de cada ontolog´ıa ingresada, este resultado esta cargado en 4 columnas, que
se detallan a continuacio´n.
Ontology: Es el nombre de la ontolog´ıa a la que corresponde la propiedad
o fila, en nuestro caso sera´ bibo, foaf, dcterms, bibtext.
Subject : Es la URI de la propiedad o clase listada.
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Predicate : Identifica el tipo.
Object : Puede tener dos valores rdfs:class o rdfs:property.
Figura 5.13: Salida del componente Get Properties OWL
Finalmente se debe hacer clic en el Boto´n Precatch Data para que los dema´s
componentes de la transformacio´n tengan acceso a las ontolog´ıas seleccionadas.
El estado de la transformacio´n del ejemplo pra´ctico al termino de la configu-
racio´n del componente Get Properties OWL se muestra en la figura [5.14].
Figura 5.14: Transformacio´n ejemplo pra´ctico, componente Get Properties
OWL.
5.4.2. Configuracio´n del Componente Ontology Mapping
De acuerdo al Framework [5.1] en esta seccio´n se configura el componente
4, el cual se encarga del mapeo entre los datos y ontolog´ıas. Por lo tanto este
Fab´ıan Leonardo Pen˜aloza Mar´ın
Edison Freddy Santacruz Mora
66
Cap´ıtulo 5
recibe dos entradas: la primera es la fuente de Datos del repositorio de la ESPOL
proporcionada por el componente 1 y la segunda son las ontolog´ıas configuradas
en el componente 2. En la figura [5.15] se muestra la configuracio´n para este
ejemplo.
Figura 5.15: Configuracio´n componente Ontology Mapping
5.4.2.1. Para´metros Base
Este componente necesita la configuracio´n de varios para´metros previo a rea-
lizar el mapeo. La figura [5.16] muestra la configuracio´n de los mismos.
Figura 5.16: Configuracio´n para´metros base del componente Ontology Map-
ping.
La configuracio´n de los para´metros base se detalla a continuacio´n:
StepName: Es el nombre que se asigna al componente para la transformacio´n
y en este caso sera´ Ontology Mapping.
Ontologies Step : Se especifica el nombre del componente de donde se carga
las ontolog´ıas, para el caso actual se selecciona a Get Properties OWL.
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Data step : Se especifica el nombre del componente de donde se obtiene la
fuente de Datos, para el ejemplo actual es el componente Data Precatching.
Dataset Base URI : Se especifica la base URI http://localhost/espol/ para
el mapeo actual.
Output Directory : Se especifica el directorio en donde se genera el archi-
vo de mapeo en lenguaje R2RML. para el ejemplo la salida es Ontology
Mapping-R2RML.ttl.
Nota: La salida de ese componente es un archivo con el nombre Ontology
Mapping-R2RML.ttl, en la ruta /home/falpema/Escritorio/Casopra´ctico/datos,
configurado para este ejemplo.
El componente tiene 3 pestan˜as donde se realiza la configuracio´n para el ma-
peo, como son: Classification, Annotation y Relation. A continuacio´n se muestra
como configurar cada una de ellas.
5.4.2.2. Configuracio´n de la Pestan˜a Classification
Se selecciona la primera pestan˜a llamada Clasification para realizar el mapeo
de las entidades seleccionadas en el componente 3. Es decir aqu´ı se identifica los
datos del repositorio que se deben asignar a cada entidad. En la figura [5.17] se
muestra la configuracio´n descrita en este ejemplo.
Figura 5.17: Configuracio´n Primera Pestan˜a Clasification.
Como ejemplo se realiza el mapeo la entidad Person de la ontolog´ıa FOAF.
En este caso se configuran los siguiente campos:
ID : Esta columna contiene automa´ticamente un co´digo generado de iden-
tificacio´n para la entidad mapeada, en esta caso es C001.
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Ontology : Se selecciona la Ontolog´ıa que se desea mapear, en el caso del
ejemplo es FOAF.
Entity : De acuerdo a la ontolog´ıa se selecciona la entidad con la que se
mapean los recursos, para el ejemplo es http://xmlns.com/foaf/0.1/Person.
Relative URI : Se especifica la URI relativa resource/, esta se adjunta a la
descrita en el Dataset Base URI http://localhost/espol/.
URI Field ID : Se selecciona el campo por el cual se identifica los recursos de
la Fuente de Datos, en este caso se escoge IdRecord” porque en el repositorio
de la ESPOL este campo es el identificador u´nico de los datos.
DataField1 : Se selecciona el campo de la fuente de datos en donde se
buscara´n las personas a mapear, en este caso el campo es Field.
DataValue1 : Se selecciona el valor que debe tener el campo Field para ser
mapeado como persona, para el ejemplo es dc/contributor/author/none.
Existen otros campos como DataField2 y DataValue2 que se encuentra vac´ıos,
porque para este ejemplo no fueron necesarias mas condiciones de bu´squeda para
mapear la entidad Person con sus registros respectivos.
Nota: En la figura [5.17] se muestran otros ejemplos de mapeo para las enti-
dades: Document, Article, PhdThesis y Thesis. As´ı pues pueden existir entidades
que necesiten ma´s condiciones para identificar sus registros dentro del repositorio,
para esto existen mas columnas de especificacio´n como DataField3 y DataValue3.
5.4.2.3. Configuracio´n de la Pestan˜a Anotation
Esta configuracio´n corresponde a la segunda pestan˜a del componente, en don-
de se realiza el mapeo de las propiedades correspondientes a las entidades definidas
en el pestan˜a anterior [5.4.2.2], es decir para cada propiedad se indican las con-
diciones que identifican los registros que le pertenecen. Con respecto al ejemplo
se mapean las propiedades: name, LastName y firstName pertenecientes a
la ontolog´ıa FOAF. En la figura [5.18] se muestra la configuracio´n descrita para
este ejemplo.
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Figura 5.18: Configuracio´n Segunda Pestan˜a de Anotacio´n
Entre los para´metros que se deben configurar en el ejemplo son:
ID: Esta columna genera automa´ticamente un co´digo de identificacio´n para
la propiedad mapeada, en esta caso es A001.
Entity ClassID: Se selecciona el ClassId de la entidad a mapear, en este
caso es C001 puesto que corresponde a la entidad Person.
Ontology : Se selecciona la ontolog´ıa que contiene la propiedad a mapear,
en este caso es FOAF.
Property : Se selecciona la propiedad Name por ser la propiedad a mapear.
ExtractionField : Se selecciona el campo de donde se extrae el valor que se
asigna a la propiedad, en este caso es Data que contiene los nombres de los
Autores.
DataField : Se selecciona el campo de la fuente de datos en donde se buscan
las personas a mapear, en este caso es el campo Field.
DataValue : Se selecciona el valor que debe tener el campo Field para ser
mapeado como persona, en el ejemplo es dc/contributor/author/none para
los datos de la ESPOL.
DataType : Se selecciona el tipo de dato, en este caso es String.
Language : Se selecciona el lenguaje, en este caso ES correspondiente a
espan˜ol.
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5.4.2.4. Configuracio´n de la Pestan˜a Relation
Esta configuracio´n corresponde a la tercera pestan˜a del componente, en donde
se realiza el mapeo que relaciona las entidades entre si. En este ejemplo pra´ctico se
desea mapear las entidades: Persona, Documento, Article, Thesis y PhdThesis, en
donde una persona puede ser un contribuidor para Documentos, Art´ıculos o Tesis,
por lo tanto, se usara la propiedad Contributor para relacionar estas entidades.
La figura [5.25] muestra la configuracio´n descrita para este ejemplo.
Figura 5.19: Configuracio´n Tercera Pestan˜a
Los para´metros a configurar en este mapeo se muestran a continuacio´n para
la relacio´n de que documento tiene un Contributor que es Person.
ID: Esta columna genera automa´ticamente un co´digo de identificacio´n de
la relacion mapeada, en este caso es R001.
Entity ClassID 1: Se selecciona la entidad que inicia la relacio´n a mapear,
que en este caso es C002, el cual corresponde a la entidad Document.
Ontology: De acuerdo a la ontolog´ıa anterior se selecciona la entidad
http://xmlns.com/foaf/0.1/Person.
Property: Se selecciona la ontolog´ıa que contiene la propiedad con la que se
mapea la relacion, en este caso es dcterms.
Entity ClassID 2: Se selecciona la Entidad con la cual se relaciona, la entidad
seleccionada en el Entity ClassID 1, que en este caso es C001 es una entidad
de tipo Person.
5.4.2.5. Salida del Componente
El resultado al ejecutar el componente es el mapeo entre ontolog´ıas y datos
que se configuraron anteriormente, el cual crea un archivo en el lenguaje de mapeo
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r2rml. Finalmente en base a la metodolog´ıa este archivo sera´ la entrada para el
componente en la etapa de generacio´n.
El estado de la transformacio´n del ejemplo pra´ctico al termino de la configu-
racio´n del componente Ontology Mapping se muestra en la figura [5.20].
Figura 5.20: Estado de la transformacio´n ya configurado el componente Ontology
Mapping
5.5. Generacio´n
En base a la metodolog´ıa LOD [5.1], se configura el componente 5 que tiene el
nombre de R2RMLtoRDF para realizar la generacio´n de RDF, en este ejemplo
pra´ctico.
5.5.1. Configuracio´n del componente R2RMLtoRDF
En esta seccio´n se configura el R2RMLtoRDF para la generacio´n de los
datos RDF, el cual recibe como entradas un archivo de mapeo en formato r2rml
y una conexio´n a base de datos. En la figura 5.21 se muestra la configuracio´n para
este ejemplo.
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Figura 5.21: Configuracio´n del Componente R2RMLtoRDF
5.5.1.1. Configuracio´n De Para´metros
A continuacio´n se detalla los diferentes campos del componente R2RMLtoRDF
que se deben configurar:
StepName: nombre del step R2RMLtoRDF, que adema´s servira´ como
nombre al archivo de salida.
R2RML File: directorio donde se encuentra ubicado el archivo de mapeo.
/home/falpema/Escritorio/Casopractico/datos/Ontology Mapping-R2RML.ttl
SQL Vendor: driver de la base de datos que por lo general es H2.
Data Base URL: URL de conexio´n a la base de datos que si es H2 es
jdbc:h2: /
Data Base Schema: nombre de la base de datos que si se utiliza H2 es dblod.
UserName: nombre de usuario que si se conecta a la base embebida en los
componentes es: sa
Password: contrasen˜a que si se conecta a la base embebida en los compo-
nentes es: sa
Data Base URI: URI base para crear las tripletas RDF.
http://localhost/espol/
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RDF Outpu File: directorio para el archivo de salida con las tripletas RDF.
/home/falpema/Escritorio/Casopractico/datos.
RDF Output Format: RDFXML
5.5.1.2. Salida del Componente R2RMLtoRDF
Al ejecutar el componente se obtiene el archivo R2RMLtoRDF.rdf dentro del
directorio /home/falpema/Escritorio/Casopractico/datos/. Finalmente en base a
la metodolog´ıa [5.1] este archivo RDF sera´ la entrada para el componente en la
etapa de publicacio´n.
El estado de la transformacio´n del ejemplo pra´ctico al termino de la configu-
racio´n del componente R2RMLtoRDF se muestra en la figura [5.22].
Figura 5.22: Transformacio´n ejemplo pra´ctico, componente R2RMLtoRDF
5.6. Publicacio´n
En base a la metodolog´ıa [5.1] se configura el componente 8 el cual tiene por
nombre Fuseki Loader, para realizar la etapa de publicacio´n para este ejemplo
pra´ctico.
5.6.1. Configuracio´n del Componente Fuseki Loader
De acuerdo al Framework [5.1] aqu´ı se configura el componente Fuseki Loa-
der, el cual permite generar una instancia de Fuseki, con lo cual se realiza la
publicacio´n del RDF en el triplestore de Fuseki. Adema´s, este recibe como entra-
da un archivo RDF, el cual es generado en el componente R2RMLtoRDF [5.5].
La figura [5.23] muestra la configuracio´n de este componente para el ejemplo.
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Figura 5.23: Configuracio´n componente Fuseki Loader.
5.6.1.1. Configuracio´n de Para´metros
Para este ejemplo pra´ctico se realiza una configuracio´n que levante el servi-
cio localmente a trave´s del puerto 3030 y permita el acceso al SPARQL EndPoint.
Los para´metros que se configuran en el componente son los siguientes.
StepName: Es el nombre que se asigna al componente para la transforma-
cio´n, en este caso sera´ Fuseki Loader.
Input Dataset: Se selecciona el archivo que sera´ el Dataset, en esta caso es
/home/falpema/Escritorio/Casopra´ctico/datos/R2RMLtoRDF.rdf.
Nota: por medio del boto´n Precatch se carga automa´ticamente este valor
del componente anterior R2RMLtoRDF.
Service Port: Es el puerto por donde se inicia el servicio de Fuseki, para el
caso actual es 3030.
Base URI: Es el grafo que se asigna a la informacio´n ingresada, para el caso
actual seria http://localhost/espol/.
Nota: por medio del boto´n Precatch se carga automa´ticamente este valor
del componente anterior.
fuseki:dataset: Es el nombre que identificara el Dataset, para el caso actual
se elige myds.
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fuseki:serviceReadGraphStore: Se refiere al protocolo para SPARQL Graph
Store, para el caso actual seria data.
fuseki:serviceQuery: Con esta propiedad se habilita el acceso al SPARQL
Endpoint, por lo tanto para el presente caso se debe ingresar query.
Choose Directory: Se selecciona el directorio para la instancia de Fuseki, en
esta caso es /home/falpema/Escritorio/Casopra´ctico/datos/.
Nota: el componente permite parametrizar mas valores para Fuseki, los cuales
para este ejemplo no son necesarios, esto se pueden consultar con mas detalle en
la documentacio´n oficial [9].
5.6.1.2. Salida del Componente Fuseki Loader
El resultado al ejecutar el componente es una instancia del servidor Fuseki
configurado automa´ticamente, el cual permite publicar el RDF generado anterior-
mente. Todos los archivos del servidor se generan en el directorio que se configuro´.
Desde la interfaz del componente se puede iniciar el servicio SPARQL Endpoint,
el cual es la entrada para el componente de explotacio´n de datos.
Para comprobar que el servidor Fuseki fue generado correctamente: primero
se inicia mediante el boto´n StarService y se accede a este con el boto´n Open
Browser. La figura [5.24] muestra un navegador accediendo el servidor Fuseki
creado.
Figura 5.24: Navegador accediendo al servicio de Fuseki.
Ejecucio´n del Servidor Fuseki
Una vez ejecutado el servidor Fuseki este permite realizar consultas SPARQL,
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como ejemplo se ha realiza una consulta para obtener todas las entidades tipo
objeto del Dataset consultado. La figura [5.25] muestra el servidor Fuseki y el
resultado de la consulta de ejemplo.
Figura 5.25: Resultado de la consulta SPARQL
El estado de la transformacio´n del ejemplo pra´ctico al termino de la configu-
racio´n del componente Fuseki Loader, se muestra en la figura [5.26].
Figura 5.26: Transformacio´n ejemplo pra´ctico, componente Fuseki Loader
5.7. Explotacio´n
En base a la metodolog´ıa [5.1], en esta seccio´n se configura el componente 9 el
cual tiene por nombre Elda Step, para realizar la etapa de Explotacio´n de este
ejemplo pra´ctico.
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5.7.1. Configuracio´n del Componente Elda Step
De acuerdo al Framework [5.1] el componente recibe como entrada un servicio
SPARQL EndPoint generado en el componente Fuseki Loader [5.7].
A trave´s de este componente se genera una instancia de Elda Step para
realizar la explotacio´n del SPARQL Endpoint generado con el componente Fu-
seki Loader. Cabe recalcar que toda la configuracio´n de esta instancia la genera
automa´ticamente el componente en base a los para´metros ingresados.
Para este ejemplo practico se realiza una configuracio´n de las entidades de
tipo Person, la cuales muestran las propiedades: firstName, lastName y Name para
cada recurso listado. La figura [5.27] muestra la configuracio´n de este componente
para el ejemplo.
Figura 5.27: Configuracio´n Elda Step
5.7.1.1. Configuracio´n De Para´metros
Para este ejemplo pra´ctico se realiza una configuracio´n que levante el servicio
localmente a trave´s de puerto 8080.
Los para´metros que se configuran en el componente son los siguientes.
StepName: Es el nombre que se asignara´ al componente para la transfor-
macio´n y en este caso sera´ Elda Step.
Service: Es la URL del SPARQL Endpoint a la accedera´.
Nota: Por medio del boto´n Precatch se carga automa´ticamente este valor
del componente Fuseki Loader.
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Directory: Es el directorio en donde se generara las instancia de Elda con
todos sus archivo configurados, para el caso actual es
/home/falpema/Escritorio/Casopra´ctico.
Al hacer click en el boto´n Load Values en la tabla Properties se cargaran
todas las entidades del RDF, esto se realiza mediante una consulta SPARQL.
Por cada fila se puede editar el nombre que se desea dar a la entidad dentro
de la interfaz de Elda. En este ejemplo se agregaron los siguientes nombres :
Documentos y Personas . Adicionalmente en la tabla Entity, se debe activar el
check de las entidades que se desean mostrar, para el caso actual se activa para
Person y Document. Para las entidad Person se activo las propiedades firstName,
lastName y Name de la tabla Properties.
5.7.1.2. Salida del Componente Elda Step
El resultado al ejecutar el componente es una instancia de Elda configurada
automa´ticamente , todos los archivos de esta instancia se generaran dentro del
directorio que se escogio´ en los para´metros. Para el caso actual se puede iniciar
Elda localmente con el fin de acceder a su entorno web, donde los usuarios podra´n
navegar con una interfaz amigable que muestra todos los recursos generados.
La figura [5.28] muestra un navegador accediendo al instancia de Elda gene-
rada en este ejemplo para los recursos de tipo Person.
Figura 5.28: Servicio levantado en Elda configurado en este ejemplo para las
entidades de tipo Person.
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5.8. Configuracio´n Finalizada
Todo los componentes se interconectan entre si en base a la metodolog´ıa LOD
[5.1], por lo tanto se han configurado en el orden que correspond´ıan. Finalmente
toda la configuracio´n de este ejemplo pra´ctico se muestra en la figura [5.29].
Figura 5.29: Configuracio´n del Ejemplo pra´ctico Sobre el repositorio ESPOL
Nota: El bloque azul de la imagen corresponde a un proceso de limpieza de
datos realizado con los componentes propios del Pentaho Data Integration de
acuerdo a la seccio´n [5.2.2].
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Conclusiones
Esta tesis empezo´ al observar la necesidad de poseer una plataforma que per-
mita generar Linked Open Data (LOD) de una manera intuitiva, integrada
y a´gil, debido a que este proceso requiere un alto conocimiento de tecnolog´ıas
sema´nticas para su utilizacio´n. A pesar de las investigaciones de generacio´n de
LOD, no existe un herramienta que permita abstraer la complejidad de cada
etapa en este proceso, puesto que requiere la configuracio´n de archivos comple-
jos, adema´s un alto tiempo de aprendizaje para su implementacio´n. Teniendo en
cuenta los problemas mencionados, en esta tesis se propone la creacio´n de com-
ponentes para generar LOD, utilizando la plataforma Pentaho Data Integration
(PDI).Se debe mencionar que todos los componentes desarrollados en esta tesis
son compatibles entre si y con los componentes propios de PDI.
A continuacio´n se detallan los productos obtenidos:
1. Para la etapa de especificacio´n se desarrollo´ el componente OAILoader, el
cual soluciono´ el problema de extraccio´n de los datos desde los repositorios
OAIPMH.
2. Para la etapa de modelado de la metodolog´ıa LOD se desarrollo´ el compo-
nente Get Properties OWL para Pentaho Data Integration, el cual permite
cargar las propiedades y clases de cada ontolog´ıa ingresada.
3. Para la etapa de generacio´n se desarrollo´ el componente R2RMLtoRDF, el
cual permite generar a partir de los datos en formato RDF, mediante una
configuracio´n en la interfaz gra´fica del componente. Teniendo como entrada
un archivo de mapeo y las fuentes de datos.
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4. Para la etapa de publicacio´n se desarrollo´ el componente Fuseki Loader, el
cual genera una instancia del servidor Fuseki configurado automa´ticamente
para que su triplestore cargue el RDF que se obtuvo en la etapa de gene-
racio´n. Adema´s permite desplegar un servicio de SPARQL Endpoint que
apunta al RDF ingresado para realizar su consulta.
5. Para la etapa de explotacio´n se desarrollo´ el componente Elda Step, el cual
permite generar una instancia de Elda configurada automa´ticamente. Al
desplegar esta instancia el usuario tiene acceso a una interfaz amigable en
la web que accede al servicio de SPARQL Endpoint generado en la etapa
de explotacio´n.
Como trabajos futuros se pretende, generar otros componente que agreguen
nuevas funcionalidades tales como: la limpieza de errores en los datos en base a
condiciones especificas de cada repositorio, generar instancias de otras tecnolog´ıas
de publicacio´n como Apache Marmota y Virtuoso, adema´s seria de utilidad contar
con un componente que facilite el proceso de enlace eligiendo una fuente de datos
externa desde de PDI.
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7.1. Desarrollo de plugins para Pentaho Data
Integration
Este anexo es una breve gu´ıa para la creacio´n de nuevos componentes para
la plataforma Pentaho Data Integration (PDI), aqu´ı se detalla la estructura
ba´sica que tienen los componentes de PDI. Que al utilizar lenguaje de programa-
cio´n JAVA contiene clases, me´todos y variables que un componente debe tener
para su funcionamiento. Adema´s se explica la manera que trabajan todas las
clases en conjunto para conseguir el objetivo que propone el desarrollador. Fi-
nalmente el objetivo de conocer la estructura ba´sica de los plugins, ayuda seguir
las mismas directivas para el desarrollo de todos componentes y la facilidad de
integracio´n a PDI. la figura [7.1]. Muestra la interfaz de trabajo de PDI, en la
cual se ejecutan todos los componentes.
Figura 7.1: Interfaz gra´fica de la plataforma de PDI
7.1.1. Estructura Basica de los plugins para Pentaho Da-
ta Integration
La estructura ba´sica que cualquier componente en PDI se como ejemplo el
componente OAILoader para la extraccio´n de datos desde repositorios digitales
OAI, del que se detalla su funcionalidad en el capitulo 3 y en el capitulo 4 se detalla
su implementacio´n. El cual es un componente creado siguiendo la metodolog´ıa
LOD para la publicacio´n de Linked Data para este proyecto. Al crear un nuevo
componente este es un proyecto JAVA Maven que consta de 4 clases, la figura
[7.2]. describe el diagrama de clases con la estructura ba´sica del componente
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OAILoader.
OAILoader.java
OAILoaderData.java
OAILoaderMeta.java
OAILoaderDialog.java
Figura 7.2: Diagrama UML de las clases de un componente de PDI
Adema´s de las 4 clases los componentes manejan archivos para los mensajes
para cada idioma, tambie´n una carpeta para sus recursos y al ser un proyecto
Maven tienen el archivo POM. XML para agregar las dependencias que necesita el
proyecto. En la figura [7.3] se ve el proyecto en eclipse del componente OAILoader.
Figura 7.3: Proyecto eclipse del componente OAILoader
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7.1.2. Ana´lisis de las clases de un componente
En esta seccio´n se analiza las clases de un componente con el objetivo de
conocer cua´l es su principal funcio´n, sus me´todos y variables en cada una de ellas
para conocer su aporte al componente.
7.1.2.1. Clase JAVA - OAILoader.java
La funcio´n principal de esta clase es permitir la comunicacio´n entre la interfaz
de PDI y el componente a trave´s de un me´todo existente en esta clase que permite
el inicio de la ejecucio´n del componente, esta clase es la principal de cada plugin.
7.1.2.2. Me´todos de la clase OAILoader.java
Se explica los me´todos ma´s relevantes de esta clase.
processRow.- este me´todo consta de dos para´metros que corresponde a los
datos capturados por la interfaz del componente, los cuales son almacenados en
el para´metro ’StepMetaInterface smi’ que son enviados desde la clase OAILoa-
derMeta y a las variables de la clase OAILoaderData que le permiten guardar
los datos de salida. ProcessRow es el me´todo encargado del procesamiento de los
datos de entrada al componente y colocar la salida del componente donde corres-
ponda, que para el componente OAILoader es una tabla con los datos contenidos
en un repositorio digital, pero puede existir diferentes salidas como archivos en
diferentes formatos o ser la entrada para otro componente.
Declaracio´n del me´todo
Figura 7.4: Declaracio´n del me´todo processRow
7.1.2.3. Clase JAVA - OAILoaderData.java
La funcio´n principal de esta clase es contener las variables que permiten el
almacenamiento de los datos de salida en memoria.
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Por lo general contiende la variable public RowMetaInterface outputRowMeta,
pero se puede declarar mas variables segu´n las necesidades en el desarrollo del
componente.
7.1.2.4. Clase JAVA - OAILoaderMeta.java
La principal funcio´n de esta clase es la comunicacio´n entre las clases OAI-
LoaderDialog.java y OAILoader.java,tambie´n sirve para declarar las variables de
configuracio´n que se debe tener el componente en su funcionamiento.
7.1.2.5. Clase JAVA -Me´todos
Se describira´ los me´todos ma´s relevantes de la clase:
getXML: Serializa el valor de una configuracio´n guardada desde Dialog, por
ejemplo el nombre ingresado para el Step.
loadXML: Sirve para cargar el valor de una configuracio´n guardada desde
Dialog, por ejemplo el nombre ingresado para el Step.
getFields:Determina los cambios que ha tenido un componente.
getDialog: Este es un me´todo para crea una instancia de la clase OAILoa-
derDialog.java que sirve para el intercambio de datos entre la clase OAI-
LoaderDialog y OAILoaderMeta
setDefault: Me´todo que inicializa las variables, con los datos que aparecera´n
en el dialogo del componente.
check: Sirve para verificar que todos los componentes obligatorios se hayan
ingresado.
7.1.2.6. OAILoaderDialog.java
En esta clase se construye la interfaz del componente con el uso de la librer´ıa
Standard Widget Toolkit (SWT). Por lo tanto al usar SWT los componentes
son multiplataforma,adema´s cada interfaz puede extender con los componentes
necesarios hasta lograr la funcionalidad deseada.
PDI soporta componentes desarrollados en lenguaje de programacio´n JAVA,
por lo tanto permite la utilizacio´n de componentes ya liberados por la comunidad
desarrolladora o la integracio´n de nuevos componentes.
Fab´ıan Leonardo Pen˜aloza Mar´ın
Edison Freddy Santacruz Mora
87
Cap´ıtulo 7
7.2. Configuracio´n del modo de Depuracio´n en
Pentaho Data Integration
Es apartado trata de como configurar PDI en modo de depuracio´n lo cual es
una herramienta u´til para el desarrollo de componentes. PDI esta configurado de
manera predeterminada para ser usado como usuario final y no como desarrolla-
dor, por lo tanto resulta necesario configurar y activar la opcio´n de depuracio´n
en PDI as´ı como en IDE que en el caso actu´al fue Eclipse.
Se debe seleccionar un puerto que se asignara para la comunicaion entre PDI
y Eclipse, en este ejemplo es 8008. La primera parte de la configuracio´n se realiza
dentro de PDI, donde se debe editar el archivo Spoon.sh y descomentar las lineas
que en la figura 7.5 se muestran.
Figura 7.5: Configuracion del archivo Spoon.sh
Una vez configurado el archivo, se debe configurar el IDE de desarrollo de
Eclipse para que pueda obtener la ejecucio´n del componente y realizar la depu-
racio´n. La configuracio´n que se debe realizar se muestra en figura 7.6.
Figura 7.6: Configuracion de Eclipse para la depuracio´n de PDI.
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