The class loading mechanism, central to Java, plays a key role in JDK 1.2 by enabling an improved security policy that is permission-based and extensible.
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NEW SECURITY MODEL IN JDK 1.2
The forthcoming JDK 1.2 release will introduce a new security architecture that uses a security policy to grant individual access permissions to running code. 4 The policy is based on the code's characteristics; for example, where the code originates, whether it is digitally signed, and, if so, by whom. Code that attempts to access protected resources will invoke security checks that will compare permissions granted with permissions needed for the attempted access. If the former includes the latter, the Java virtual machine permits access; otherwise, it denies access.
The Java runtime system's security behavior is entirely specified by its security policy. As a developer or system administrator, you can set this policy and configure it directly with either a GUI tool or a programming interface. A policy object encapsulates the policy and a security manager object enforces it. This means you can implement different security policies as needed, simply by customizing these objects. JDK 1.2 builds in support for a commonly used security policy that controls access essentially by listing which code is granted what permissions, as the simple example in Table 1 shows. In abstract terms, this access control policy maps from a set of properties that characterize running Java code to a set of access permissions granted to the concerned code. If users elect not to specify a policy, JDK 1.2 defaults to the sandbox policy.
Code and Permissions
A piece of code is fully characterized by its origin (its location as specified by a URL) and a set of public keys. The public keys correspond to the set of private keys with which a developer signed the code by means of one or more digital signature algorithms.
A permission is represented with a permission object that is instantiated from a hierarchy of typed and parameterized access permission classes corresponding to all controlled resources. For example, the permission representing file system access is located in the Java I/O package, as java.io.FilePermission. All permission classes must implement a method called implies where a.implies(b) == true means that if, say, a piece of code is granted permission a, then it is naturally granted permission b. This method is used to compare permissions, and encapsulates resource access semantics locally within a permission class. 4 Significantly, with semantics encapsulation the actual access control code need not be specialized for a particular type of resource. For example, JDK 1.2 (or any Java application or applet) can use identical access control code for security checks during access to the file system, to networking Java enforces the seemingly simple sandbox security model through a number of sophisticated mechanisms.
s First, Sun designed the Java language to be type-safe and easy to use. Language features such as automatic memory management, garbage collection, and range checking on strings and arrays are examples of how Java helps programmers write safer code. s Second, compilers and a bytecode verifier ensure that the Java virtual machine executes only legitimate Java code. The bytecode verifier, together with the Java virtual machine, guarantees language type safety at runtime. Moreover, a class loader defines a local name space, which helps to ensure that an untrusted applet cannot interfere with the running of other Java programs. s Finally, the Java virtual machine mediates access to crucial system resources. A security manager checks this access in advance and restricts actions of untrusted code to the minimum.
resources, and to system properties. At the same time, semantics encapsulation makes it possible to dynamically add a new type of controlled resource, because programmers can reuse the built-in access control code and need to add only the corresponding permission class.
How Access Control Works JDK 1.2 applies the security policy and its associated access controls to both Java applications and applets. The access control process is the same, regardless of whether an applet or an application is involved. You might view an applet, either through a Web browser or the Appletviewer program provided with the JDK. Alternatively, you might run a Java application, possibly from the command line by invoking the program called java. Either way, the following steps occur.
1. The Java virtual machine obtains a class file and accepts it if the file passes preliminary bytecode verification. 2. The Java virtual machine determines the class's code source. This step includes signature verification, if the code appears to be signed. 3. The Java virtual machine consults the security policy, and composes the set of permissions to grant to this class. In this step, the policy object will be constructed, if it has not been already. 4. The Java virtual machine loads and defines the class, and marks the class to have been granted the set of permissions. 5. The Java virtual machine instantiates the class into objects, and executes their methods. Runtime type-safety check continues. 6. If at least one method of a class is in the call chain when a security check is invoked, the access control code examines the class's set of granted permissions. It does this to see if there is sufficient permission for the requested access. If yes, the execution continues. If no, a security exception occurs. When a security exceptionwhich is a runtime exception-occurs and is not caught, the Java virtual machine aborts.
7. When the class file and the instantiated objects are no longer in use, they are garbage-collected.
These steps show how the class loading mechanism is integrally connected with security. The class loader locates and fetches the class file, consults the security policy, and defines the class object with the appropriate permissions.
SECURE CLASS LOADING
Dynamic class loading is an important feature of the Java virtual machine because it enables the Java platform to install software components at runtime. 1 Class loading has several unique characteristics. First, lazy loading means that classes are loaded on demand, on a just-in-time basis. Second, dynamic class loading maintains the type safety of the Java virtual machine by adding link-time checks, which replace certain runtime checks and are performed only once. 5 Moreover, programmers can define their own class loaders that, for example, specify the remote location from which certain classes are loaded, or assign appropriate security attributes to them. Finally, programmers can use class loaders to provide separate name spaces for various software components. For example, a browser can load applets from different Web pages using separate class loaders, thus maintaining a degree of isolation between those applet classes. In fact, these applets can contain classes of the same name-the Java virtual machine treats these classes as distinct types.
Class Loader Hierarchies
When class loaders load Java software components, the smallest unit is a class. Classes are defined in a machine-independent, binary representation known as the class file format. An individual class representation is called a class file, even though it need not be stored in an actual file. For example, class files can be stored as records or commands in a database.
A class file can contain bytecode as well as symbolic references to fields, methods, and names of other classes. For example, a class named C is declared as follows:
The security policy and related access controls apply to both Java applications and applets.
.
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The class file representing C contains a symbolic reference to class D. The Java virtual machine resolves symbolic references at link time (of class C) to actual class types. To do this, the Java virtual machine must load the class file of D and create the class type. A class loader L that loads class C is the class's defining class loader. The actual class type is fully qualified by both itself and its defining class loader, <C, L >. Therefore, two types in the Java runtime are equal if both the class types are equal and their defining class loaders are identical.
Since there can be multiple instances of class loader objects in one Java virtual machine, how do we determine which class loader to use as the defining loader when loading a class?
In A utility program called Appletviewer uses a private class-sun.applet.AppletClassLoader-to load applets. In JDK 1.0, AppletClassLoader is a subclass and concrete implementation of ClassLoader. In JDK 1.2, however, it is a subclass of URLClassLoader. Note that interposing new classes between an existing class and its subclass are binary backward-compatible. 1 When creating a custom class loader class, users can subclass from any of the above class loader classes, depending on the particular needs of the custom class loader. (Because AppletClassLoader is a private class defined in the sun.* package, it is not supported and is subject to change, so an application should not subclass from it.) Each class is loaded by its defining class loader, and each class loader itself is a class and must be loaded by another class loader. This may prompt the obvious chicken-and-egg question: Where does the first class loader come from? It comes from a primordial class loader that bootstraps the class loading process. The primordial class loader, generally written in a native language such as C, does not manifest itself in the Java context. The primordial class loader often loads classes from the local file system in a platform-dependent manner.
Some classes, such as those defined in the java.* package, are essential for the Java virtual machine and runtime system to function correctly. They are often called system classes. For historical reasons, all system classes have a defining class loader that is a null object. This null class loader, sometimes called the system class loader, is perhaps the only sign that a primordial class loader exists. In fact, it is easier to simply view the null class loader as the primordial class loader. In JDK 1.2, a core set of system classes, called base classes or base system classes, continue to be loaded by the primordial class loader. All other system classes are loaded by instances of the URLClassLoader. Figure 1 lists the class loader classes defined in JDK 1.2 and describes their relationship with each other.
Given all classes in one Java runtime environment, we can easily form a class-loading tree to reflect the class-loading relationship. Each class that is not a class loader is a leaf node. Each class's parent node is its defining class loader, with the null class loader being the root class. Such a structure is a tree because there cannot be cycles-a class loader cannot have loaded its own ancestor class loader. Figure 2 depicts such a defining relationship.
Delegation. Another relationship between class loader objects is delegation. When the Java virtual machine asks one class loader to load a class, this class loader either loads the class itself or asks another class loader to do so. The first class loader thereby delegates the loading task to the second class loader. The delegation relationship is virtual in the sense that it has nothing to do with which class loader loads or defines which other class loader. Instead, a delegation relationship forms when class loader objects are created, and in the form of a parent-child relationship. Nevertheless, the system class loader is the delegation root ancestor of all class loaders. Applications that create class loaders must be careful to ensure that the delegation relationship does not contain cycles; otherwise, the delegation process may enter into an infinite loop. Figure 3 illustrates the delegation relationship.
Class Resolution Algorithm
In the default implementation of JDK 1.2, the Java virtual machine searches for classes in the following order:
1. Checks if the class has already been loaded. 2. Delegates, if the current class loader has specified a delegation parent, to the parent to load this class. If there is no parent, delegates to the primordial class loader. 3. Calls a customizable method to find the class elsewhere.
In step 1, the Java virtual machine looks into the class loader's local cache (or its functional equivalent, such as a global cache) to see if a loaded class matches the target class.
Step 3 provides a way to customize the mechanism that looks for classes. A custom class loader can thus override this method to specify how to look up a class. For example, an applet class loader can override this method to go back to the applet host, try to locate the class file, and load it over the network. If at any step the loader locates a class, it returns the class to be used by the Java virtual machine. It is crucial for type safety that the same class loader does not load the same class more than once. If the class is not among those already loaded, the current class loader attempts to delegate the task to the parent class loader. This can occur recursively and ensures the use of the appropriate class loader. For example, when locating a system class, the delegation process continues until it reaches the system class loader.
If the Java virtual machine does not find the class with steps 1-3, a ClassNotFound exception occurs. If it finds the class, on the other hand, its type is <C, L >, in which L is the class loader that actually loaded and defined the class. The eventual class type, therefore, is not directly affected by the variety of intermediate delegation class loaders.
Given the name of any class, which class loader does the Java virtual machine start with in trying to load the class? The rules for it to determine the requesting class loader are as follows:
s When loading the first class of an application, use a new instance of the URLClassLoader. s When loading the first class of an applet, use a new instance of the AppletClassLoader. s If an existing class triggers the class-loading request by referring to it or by calling java.lang.Class.for Name directly, ask the defining class loader for the existing class to load the class.
Rules about the use of URLClassLoader and AppletClassLoader instances have exceptions and can vary depending on the particular system environment. For example, a Web browser may choose to reuse an existing AppletClassLoader to load applet classes from the same Web page. Because class loaders are so powerful, the Java virtual machine severely restricts who can create instances of them. On the other hand, it is desirable to provide a convenient mechanism for appli- cations or applets to specify URL locations and load classes from them. JDK 1.2 provides static methods to allow any program to create instances of the URLClassLoader class, although not other types of class loaders.
