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Diplomová práce se zabývá studiem možností generování 3D stromů za použití různých metod včetně 
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kmene. Na základě těchto informací pomocí genetického algoritmu vytvoří 3D strom jenž se vizuálně 
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obrazu a návrhem testovací aplikace. 
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1 Úvod
Informatika a výpočetní technika v posledních letech a desetiletích, prošla významnými  změnami 
a stále se mění. Dříve bylo běžné, že úkolem bylo vzít přesně definované vstupy a podle předem 
známého postupu je transformovat na přesně definované výstupy,  ať už se jednalo o civilní nebo 
vojenské aplikace. Ovšem s nárustem výpočetní síly se nám otevírají nové možnosti ve zpracování 
obrazu,  rozpoznávání  zvuků  a  hudby,  převody  řeči  na  text,  práci  s  neúplnými  či  chybnými 
informacemi a mnoho dalších. To však také vyvíjí tlak na vytvoření nových postupů anebo aplikaci  
již známých algoritmů v zatím netestovaném prostředí.
Příkladem je i tato práce, která se zabývá generováním 3D stromů podle dané 2D předlohy. To 
je výhodné pokud potřebujeme vytvořit sadu 3D stromů, tak aby se vizuálně podobaly předloze, ale 
nechceme každý strom zdlouhavě modelovat ručně, ale na místo toho to za nás udělá počítač. V praxi  
tento postup může najít uplatnění například ve větších programech a aplikacích na modelování 3D 
krajiny. Jednoduché generování stromů podle vzoru by mohlo usnadnit práci mnoha designerům ať 
už se jedná o architekturu, herní průmysl, geografii nebo jiné.
Úkolem  tohoto  diplomového  projektu  je  studium  možností  generování  2D  a  3D  objektů, 
obzvláště pak 3D stromů a využití těchto postupů při napodobování vstupního 2D obrázku stromu 3D 
modelem.  Tomuto  tématu  se  věnuje  kapitola  2.1 a  2.2,  kde  jsou  popsány  teoretické  základy 
formálních gramatik a L-systémů a později pak kapitola 2.4, kde jsou ukázky praktických přístupů. 
Pro  úpravu  a  generování  3D stromu  je  použit  evoluční  algoritmus,  jehož  základy jsou  popsány 
v kapitole 2.3. Další kapitola pojednává o návrhu testovací aplikace, kde jsou popsány důležité vztahy 
a použité algoritmy. Také popisuje některá rozhodnutí během návrhu a vývoje. Předposlední kapitola 
se  zabývá  implementací,  použitými  nástroji  a  knihovnami  a  poslední  kapitola  pak  dokumentuje 
testování  zvolených  přístupů.  V  závěru  bude  zhodnocení  dosažených  výsledků,  možnosti  jejich 




Formální gramatika je způsob jak popsat formální jazyky. Přestože tato práce se nezabývá formálními  
jazyky, na stromy z reálného světa se můžeme dívat jako na graf, který je možné vygenerovat pomocí  
gramatiky. Takováto gramatika se skládá ze symbolů, kterým říkáme terminály a neterminály (také  
nonterminály)  a z odvozovacích pravidel (také přepisovacích pravidel). Každá formální gramatika  
také musí mít počáteční symbol. Obecně lze gramatiky využít jak pro generování nějaké věty z jazyka  
popsaného  touto  gramatikou,  tak  i  obráceně  pro  rozpoznávání,  zda  daná  věta  patří  do  jazyka  
popsaného  gramatikou.  Tato  práce  se  však  zabývá  výhradně  generováním  řětězců.  Formální  
gramatiky se dále dělí na několik hlavních typů. Podle Chomského hierarchie [1] se jedná o čtyři  
množiny, kde každá další je podmnožinou té  předchozí:
• gramatika neomezená – typu 0
• gramatika kontextová – typu 1
• gramatika bezkontextová – typu 2
• gramatika regulární – typu 3.
Chomského hierarchie není jediný způsob dělení, ale je nejběžnější. Jako další způsoby dělení 
můžeme  chápat  například  adaptivní/neadaptivní/rekurzivně  adaptivni  gramatiky  [2].  Dále  pro 
gramatiky platí, že pokud k vygenerování kterékoli věty z jazyka existuje jen jeden sled pravidel,  
říkáme o takové gramatice, že je jednoznačná. 
Formálně zapisujeme gramatiku jako čtveřici [3]
G=(N ,T , P , S) , kde (1)
• N je konečná množina neterminálních symbolů
• T je konečná množina terminálních symbolů
• P je konečná podmnožina všech možných pravidel, které získáme jako kartézský součin
((N∪T ) ⃰ N (N∪T ) ⃰ )×(N∪T ) ⃰ (2)
a takováto pravidla (α , β ) obvykle zapisujeme jako α→ β . 
• S je počáteční neterminální symbol, ze kterého začneme odvozovat.
Jelikož  v  praxi  často  potřebujeme  abychom  hned  na  počátku  měli  určitý  řetězec  místo  
počátečního symbolu, můžeme takovýto  počáteční řetězec  γ  vytvořit přidáním pravidla S → γ. 
Kdykoli v dalším textu bude použit počáteční řetězec, je na mysli tato situace.
2.1.1 Bezkontextová gramatika
Bezkontextová gramatika je proti neomezené a kontextové gramatice více omezena tím, jaké může 
mít  přepisovací  pravidla.  Gramatika  se  nazývá bezkontextová pokud obsahuje  pouze pravidla  ve 
tvaru:
A→ β , kde (3)
• A je jeden libovolný neterminál
• β je libovolný řetězec z množiny (N∪T ) ⃰
Pro  účely  generování  může  být  bezkontextová  gramatika  deterministická,  tedy  pokaždé 
vygeneruje  řetězec,  který  je  závislý  pouze  na  počátečním  neterminálu,  množině  přepisovacích  
pravidel a počtu kroků generování, protože každý následující krok je přesně definovaný současným 
stavem. Anebo může být stochastická a náhodně si tedy vybere, které přepisovací pravidlo využije  
pokud je více možností. Z toho vyplývá, že deterministické chování může být speciálním případem 
stochastické gramatiky, která má vždy jen jedno pravidlo na výběr pro daný nonterminál. 
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2.2 L-Systémy
Jedná  se  o  matematický  formalismus  vytvořený  na  základě  bezkontextových  gramatik  navržený 
biologem Lindenmayrem 1968 jako základ pro axiomatické teorie biologického vývoje [4]. Později 
tyto L-Systémy našly širokého uplatnění v počítačové grafice, především pro modelování realisticky 
vypadajících  rostlin  a  generování  graftálů.  Základní  myšlenkou  je  vytvoření  komplexních  tvarů  
pomocí  postupného  přepisování  částí  jednoduchého  objektu  tak  dlouho,  dokud  nedostaneme 
požadovanou složitost/komplexnost za použití sady přepisovacích pravidel. Na rozdíl od Chomského 
gramatik naším záměrem není vyprodukovat řetězec skládající se pouze z terminálů, ale výsledný 
řetězec  obsahuje  také  nonterminály.  Tyto  nonterminály  se  dále  zpracovávají  jako  určité  tvary,  
viz Grafická reprezentace.
Dalším rozdílem je, že se všechny nonterminály v řetězci přepíšou současně. U Chomského 
gramatik je běžné, že se přepíše nejlevější nonterminál a na výsledný řetězec se díváme stejně jako na 
původní,  tedy opět  začneme od nejlevějšího,  dokud neskončíme s řetězcem skládajícím se pouze 
z terminálů. U L-systému přepíšeme všechny nonterminály (ať už postupně nebo paralelně) a teprve 
poté  začneme zkoumat  výsledný řetězec.  Obecně nemusí  jít  jenom o práci  s  řetězci,  ikdyž  je  to 
nejběžnější. Můžeme tak pracovat i s plošnými tělesy jako jsou například mozaiky,  ačkoli i zde je  
obvykle možnost vyjádřit tyto tělesa formou řetězců
2.2.1 D0L-Systémy
Jedná se o nejjednodušší třídu L-Systémů, kde D značí, že jde 
o deterministický systém a 0 značí, že se jedná o kontextovou 
nebo bezkontextovou  gramatiku.  Jako příklad  můžeme  uvést 
gramatiku, která má symboly (neterminály)  A,  B a přepisovací 
pravidla A → AB, B → A, počáteční symbol je A. Výsledek po 
jednom kroku je  AB,  po dvou krocích  ABA,  po třech krocích 
ABAAB, po třech krocích ABAABABA  atd.
2.2.2 Grafická reprezentace
Jelikož vygenerovaný řetězec (např. řetězec z 2.2.1: ABAABABA) nám nic neříká o tvaru či vzhledu, 
je  zapotřebí  do  gramatiky  doplnit  speciální  znaky,  které  nám napoví  jak  interpretovat  výsledek. 
V počítačové grafice je celkem oblíbená tzv. želví grafika nebo také želví geometrie (z anglického 
originálu turtle graphics/geometry [5]), kde máme stavový stroj (želvu), kterému říkáme jaké příkazy 
má  vykonat.  Základními  příkazy  jsou  natočení  a  vykreslení  úsečky  v  závislosti  na  předchozím 
natočení. Symboly použité pro otočení mohou být + a -, zatímco pro posun/vykreslení v daném směru 
slouží libovolný nonterminál v řetězci.
Mějme tedy počáteční řetězec  F++F++F a jedno přepisovací pravidlo  F → F-F++F-F, kde 
+ je otočení o 60° doleva a - je otočení o 60° doprava. Pak pro jednotlivé kroky dostaneme tyto 
obrazce:
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Ilustrace 1: Příklad D0L-Systému
2.2.3 Závorkové L-Systémy
Jak  vyplývá  z  předchozího  bodu,  pokud  nezavedeme  další  speciální  symboly,  je  velmi  obtížné 
vykreslit obrazce, ve kterých dochází k větvení. Větvení by se dalo simulovat jen tím, že bychom se 
vraceli  stejnou  cestou  do  bodu  větvení  a  následně  vykreslili  druhou  cestu.  To  je  však  velmi  
nepraktické řešení  a byly proto zavedeny závorkové L-Systémy.  Přidáním symbolu  [ si  můžeme 
uložit aktuální polohu a směr vykreslovacího pera (želvy) a pozdeji znovu obnovit pomocí symblu ]. 
Tak jako u běžných závorek i zde je možnost je zanořovat a využít zásobníkové struktury pro zprávu 
uložených stavů.
Jako příklad  zde  uvedeme  obrazec  vygenerovaný  pomocí  [6].  Počátečním symbolem je  X 
a přepisovací pravidla jsou  X → F-[[X]+X]+F[+FX]-X,  F → FF, kde + a - jsou operace pootočení 
doleva/doprava o 25°:
Jak je z ilustrace  2 a  3 patrné, výsledné obrazce si zachovávají vzájemnou podobnost, ale 
mění se detajl s jakým jsou vykresleny, což je typickým znakem takovýchto graftálů.
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Ilustrace 2: Vygenerované obrazce po 0, 1, 2, 3 a 4 krocích
Ilustrace 3: Vygenerované obrazce po 1, 2, 3, 4, 5 a 6 krocích
2.3 Evoluční algoritmy
Jedná se o stochastické algoritmy inspirované přirozeným vývojem v přírodě. Tyto algoritmy slouží 
nejčastěji pro řešení vyhledávacích nebo optimalizačních problémů [7]. Ke svému chodu využívají  
konečnou množinu jedinců (tzv. kandidátních řešení), kteří mezi sebou navzájem soupeří a přežijí jen  
ti nejsilnější, neboli taková řešení jenž dosáhnou nejlepších výsledků při řešení zadaného problému.  
Toto soupeření je realizováno pomocí fitness funkce, která nám říká jak je daný jedinec silný a na  
tomto  základě  můžeme  z  naší  populace  vybrat  jen  ty  nejsilnější.  Jakmile  jsou  vybráni  nejlepší  
kandidáti,  můžeme z nich vytvořit  novou populaci a celý proces opakovat.  Postupně si popíšeme 
jednotlivé kroky.
Prvním krokem při  tvorbě  evolučního  algoritmu  bývá  navržení  způsobu jak  budou jedinci 
reprezentovat možná řešení problému. V odborné literatuře se můžeme setkat s pojmem mapování  
fenotypu na  genotyp,  kde  fenotyp  popisuje  možné  řešení  a  genotyp  jeho reprezentaci  v  prostoru 
evolučního  algoritmu.  Toto  mapování  musí  být  invertibilní,  tedy  že  pro  každý  genotyp  existuje 
fenotyp.  Jedinci jsou statické objekty,  které se v průběhu výpočtů nemění,  pouze někteří zanikají 
a jsou  nahrazeni  novými.  Úkolem celé  populace  jedinců  je  pak  reprezentovat  množinu  možných 
řešení. Téměř ve všech evolučních algoritmech je velikost populace konstantní a nemění se v průběhu 
evoluce. Diverzita populace nám říká nakolik jsou jedinci v populaci rozlišní. Neexistuje jednoznačný 
způsob měření  diverzity.  Obvykle  nám diverzita  říká  kolik různých jedinců či  množství  různých 
fitness hodnot je v populaci, ačkoli je možné použít i různá statistická nebo entropická měření.
Aby bylo možné vytvořit novou populaci ze staré, musí se nejprve vybrat jedinci, kteří budou 
rodiči  pro nové jedince.  K tomu slouží  fitness  funkce.  Fitness  funkce je  obvykle  reprezentována 
nějakou heuristickou funkcí a tvoří základ pro selekci a následně tvorbu nové populace. Technicky se 
jedná o funkci jejímž vstupem je jedinec z populace a výstupem je jediné číslo (ať už desetinné nebo 
celočíselné) nebo jiný objekt, který je snadno porovnatelný s jinými. Základním předpokladem je, aby 
výstupy po zpracování všech jedinců byly snadno vzájemně porovnatelné a přitom každý popisoval  
kvalitu jedince co nejpřesněji ve vztahu k řešenému problému. 
Pro  vytvoření  nové populace slouží  operace  mutace a  křížení (tzv.  rekombinace).  Zatímco 
mutace je unární operace, rekombinace bere na vstupu alespoň dva jedince. Mutace vezme na vstupu 
jedince a na výstupu vrátí  jen jeho lehce upravenou kopii.  Jak probíhá samotná úprava záleží na  
konkrétním řešeném problému a na dané implementaci, ale téměř vždy obsahuje náhodnou změnu. 
Z teoretického pohledu je mutace důležitá, jelikož zaručuje spojitost prohledávaného prostoru pomocí 
evolučního algoritmu. 
Rekombinace je také stochastická operace, která ze dvou (nebo více) jedinců vezme náhodně 
některé  části,  spojí  je  a  vytvočí  tak  nového jedince.  Teoreticky  se  snažíme  dosáhnout  takového 
chování, aby dva jedinci, kteří obsahují kvalitní geny, se spojili a vytvořili tak ještě lepšího jedince. 
V praxi  ovšem musíme  brát  ohled na to,  že  při  rekombinaci  nám díky náhodnému výběru často  
vzniknou horší jedinci, než ze kterých jsou vytvořeni. Takoví jedinci budou však brzy odfiltrováni 
pomocí fitness funkce a následné selekce. Zatímco některé evoluční algoritmy spoléhají na mutaci  
jako na hlavní motor evoluce, jiné algoritmy, například genetické, spoléhají hlavně na rekombinaci  
a mutaci  používají  jen  zřidka  pro  rozšíření  genetické  základny.  To  potvrzují  také  pozorování 
v biologickém světě,  kde složitější  organismy používají  převážně rekombinaci  a  mutace  jsou jen 
minimální.
Pro  výběr  nové  populace  se  používají  různé  strategie,  ale  obvykle  zde  hraje  největší  roli 
náhodný výběr  v  závislosti  na  kvalitě  jedince.  Příkladem budiž  ruletový výběr,  kde  je  každému 
jedinci  přiřazena  procentuální  pravděpodobnost  výběru  v  závislosti  na  jeho  fitness  v  poměru  
k ostatním. Tento způsob výběru předpokládá, že se snažíme fitness maximalizovat. Název vychází 
z analogie  s  ruletovým  kolem,  kde  každý  jedinec  na  něm  zabírá  různě  velkou  část.  Evoluční 
algoritmy se často dělí do různých kategorii právě podle způsobů mutace, rekombinace a výběru nové 
populace. 
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Pro  inicializaci  algoritmu  se  běžně  používají  náhodně  vygenerovaní  jedinci,  ale  je  možné 
použít  i  předdefinovanou  množinu  kvalitních  jedinců,  kde  každý  slouží  různému  účelu,  anebo 
heuristicky generované jedince. 
Pokud je známá hodnota fitness, kterou má algoritmus dosáhnout, lze jej jednoduše ukončit po 
dosažení této fitness. Ovšem v praxi obvykle nevíme jaká je maximální či požadovaná fitness a ani 
nemusí být zaručeno, že ji evoluční algoritmus dosáhne v reálném čase. Proto se běžně používají jiné  
podmínky pro ukončení jako například maximální povolený čas běhu algoritmu, ať už realný nebo 
procesorový, určený maximální počet ohodnocení jedinců, pokles diverzity pod určitou hranici anebo 
minimální či nulová změna fitness po určitou dobu.
Evoluční algoritmy nám nezaručují, že nalezneme globálně nejlepší možné řešení problému. 
Ačkoli se v praxi snažíme najít globální maximum/minimum,  není nezvyklé,  že nalezneme pouze 
lokální, obzvláště při řešení složitých problémů.
2.3.1 Genetické algoritmy
Genetické  algoritmy  jsou  podskupinou  evolučních  algoritmů  a  jako  hlavní  evoluční  operátor 
využívají křížení. Mutace je jen zřídkavá a slouží hlavně pro rozšíření základny,  ze které se snaží  
vytvořit  finální  řešení  problému.  Genetické  algoritmy  obvykle  k  reprezentaci  jedinců  používají  
takový zápis, aby bylo možné snadno provádět křížení. Nejznámějším příkladem je binárně zapsaný  
řetězec, kde pro každý bit, skupinu bitů nebo celek je jasně daný význam a křížení se dá provést  
například  snadným  rozpůlením  řetězce  u  obou  jedinců  ve  stejném,  náhodně  vybraném  místě 
a výměnou vhodných částí.
Pro křížení obecných stromů lze využít podobných principů jako pro řetězce. Obzvláště pokud 
je strom uložený v podobě nějakého řetězce, což je celkem běžná praxe (viz například podkapitola  
2.2.3). V takovém případě je ale nutné dát pozor, aby během křížení nebyla porušena vnitřní syntaxe  
(stavba) řetězce. Toho je dosaženo volbou bodů, ve kterých se řetězec dělí, tak že nejsou voleny čistě 
náhodně, ale místo toho náhodně jsou určeny jen přibližné body dělení. Tyto přibližné body se musí 
dále upřesnit, aby po odebrání nebo změně podřetězce nedošlo k poškození struktury .
V případě, že obecný strom není uložen formou řetězce, ale například ve formě alokovaných 
bloků paměti propojených ukazateli, je postup lehce odlišný, ale i zde platí, že bod dělení se vybírá  
náhodně a do bodu dělení se připojí podstrom z druhého jedince. Bodem dělení může být jak uzel, tak 
i hrana stromu.
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Ilustrace 4: Upřesnění bodů dělení
Mutace stromů je jednodušší, ale také i zde se musí dát pozor, aby zůstala zachována syntaxe 
řetězce.  Během mutace  může  dojít  jak  k  modifikaci,  přidání  či  odebrání  jednoho  elementu,  tak 
i celého podstromu, což ovšem není tak běžné.
Křížení a mutace L-systémů je ještě složitější než samotné křížení a mutace stromů. Kromě 
toho,  že je nutné se  starat  o  syntaxi  řetězců (v tomto  případě se jedná o pravou stranu pravidel  
a počáteční stav) je zde i více možností na křížení a mutace. Křížení může zahrnovat křížení v rámci  
jednoho  pravidla  z  každého  jedince,  například  výměnou  levých  stran  pravidel  anebo  křížením 
pravých stran. Může ale také vyměnit celé pravidla nebo počet kroků generování. Stejně tak mutace 
se může týkat jak počátečního řetězce, tak i levých či pravých stran pravidel.
2.4 Způsoby generování 3D stromů
Existuje mnoho přístupů k problému generováví 3D stromů, ale přesto, že tato práce spoléhá na výše 
popsané  L-sytémy,  ukážeme  si  zde  několik  možných  způsobů.  Takovým  nejvíce  intuitivním 
příkladem je komponentový systém. 
2.4.1 Komponentový systém
Takový systém je známý z běžného života, například stavebnice LEGO® je dobrým příkladem. Celý 
systém je navržený z malých kousků, které jsou navzájem kompatibilní a je možné je skládat do 
větších celků, které opět můžeme znovu použít a postupně tak vytvořit konečný produkt. Množství 
elementárních  komponent  není  dopředu  nijak  omezeno  a  čím  více  je  těchto  komponent,  tím 
rozmanitějších  výsledků  lze  dosáhnout.  V  praxi  však  každou  elementární  částici  musí  někdo 
navrhnout, vyrobit a otestovat.
Stejně tak při generování 3D stromů můžeme stromy rozdělit  na menší části, ze kterých se 
skládají a tyto části pak pomocí vhodného algoritmu dávat dohromady tak, aby vznikl opět strom. 
I zde platí, že čím více máme základních stavebních bloků, tím rozmanitějších výsledků dosáhneme.  
Pokud  chceme  dosáhnout  realistického  výsledku,  je  zapotřebí  velké  množství  těchto  dílů  anebo 
způsob jak je v průběhu tvorby stromu upravit, protože jinak by výsledek mohl vypadat nepřirozeně  
nebo až strojově. Jako jednotlivé díly můžeme brát různé listí, větve, kmeny (nebo jejich části), různá 
větvení,  ohyby,  zakončení  větví,  nestandardní  deformace atd.  Na rozdíl  od výše popsané fyzické 
stavebnice  nejsme  omezeni  tím  jaké  opracování  povrchu  mají  jednotlivé  díly,  protože  u  3D 
modelování můžeme jakoukoli texturu (bump mapu/displacement mapu) přiřadit kterémukoli dílu – 
pochopitelně není vhodné přiřazovat textury k jiné třídě objektů, než pro kterou byly navrženy.
Další problém, který se musí řešit u komponentového systému je návaznost jednotlivých dílů 
jak  po  stránce  prostorové  tak  i  návaznost  povrchů.  Pokud  to  není  ošetřeno  přímo  jako  součást  
jednotlivých dílů, pro návaznost povrchu můžeme použít  třeba blending, například s jistou mírou 
náhodnosti pro vylepšení efektu. Pro prostorovou návaznost může být řešení podobné, také založené  
na průměrování hodnot, ovšem musíme vědět, které vertexy patří k sobě (nehledě na to zda jsou tyto  
data uložena v popisu daného dílu anebo to spočteme za chodu) abychom mohli upravit jejich polohu.
Přesto,  že  kompentový  systém  zatím  nebyl  otestován  pro  tvorbu  stromů,  je  tento  systém 
populární  v  jiných  oborech.  Obzvláště  simulace  a  herní  průmysl  často  využívají  předdefinované 
knihovny komponent,  ze kterých se  staví  výsledný systém.  Příkladem simulačního programu pro 
elektrické obvody je  například Micro-Cap1,  příkladem hry založené na  tvorbě velkého objektu z 
malých předdefinovaných částí a následnou simulaci celku je např. Kerbal Space Program2.
Komponentový systém byl  pro tuto práci zamítnut  z důvodu obzvláště velké náročnosti  na 
tvorbu  jednotlivých  dílů  a  z  předpokladu,  že  s  L-Systémy  bude  možné  dosáhnout  lepších 
a realističtějších výsledků.
1 Spectrum Software: Micro-Cap 10: http://www.spectrum-soft.com/demo.shtm
2 Kerbal Space Program: About: https://kerbalspaceprogram.com/about.php
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2.4.2 Částicový systém
Jedná se o iterační algoritmus, který v podstatě kombinuje celulární automat a částicový systém, jako 
příklad  může  posloužit  [8].  Obvyklý  počet  iterací  je  velmi  závisly  na  konkrétním  nastavení,  
pohybujeme  se  však  v  řádu  stovek  až  tisíců  iterací  pro  vytvoření  jednoho  stromu.  Systém  je 
postavený na  pravidelné  2D nebo 3D mřížce  podle  požadovaného výsledku.  Každá  buňka může  
obsahovat částici s určitým chováním. Tyto částice obsahují informace o svém typu, zda se jedná  
o kmen, větev či listí. Mezi další informace, které má každá částice, patří její životnost a směr, kterým 
se bude posunovat. Samotný posun částice se interpretuje jako zkopírování současné částice na novou 
souřadnici dle původního směru (originální částice nezaniká, jen se stává neaktivní) a navíc dojde ke 
snížení životnosti nové částice o jedna. Pokud je životnost nula, neznamená to, že by částice zanikla, 
ale  pouze,  že se již nebude posouvat  a  množit.  Tak je zaručeno,  že každá větev má  svůj  konec  
a nebude růst do nekonečna. Dalšími parametry jsou hodnoty, které popisují větvení, změnu směru 
růstu, zrcadlení, tvorbu tloušťky v daném místě větve či kmenu a růst listí.
Při  větvení  dochází  k vytvoření  nové částice v kolmici  na aktuální  směr  růstu a tato nová 
částice  obsahuje  stejné  informace  jako  původní,  ale  směr  jejího  růstu  se  musí  upravit,  jinak  by 
nedošlo okamžitě k vizuálnímu oddělení nové větve. Navíc můžeme snížit životnost částice o jedna, 
ale není  to nutné, jelikož hlavní  roli  ve snižování životnosti  hraje posun. Změna směru je velice  
intuitivní. Chování je shodné s posunem, vytvoří se tedy nová částice, ovšem s pozměněným směrem 
o nějakou náhodnou hodnotu z předem daného rozsahu. Zrcadlení je dalším způsobem jak můžeme 
vytvořit  větvení  stromu  avšak  na  rozdíl  od  předchozího  způsobu  dochází  k  ovlivnění  originální 
částice, která se tak stane zrcadlovou kopii. Nová částice také dědí všechno původní nastavení kromě 
směru, který si musí sama spočítat a je také následně zrcadlově zpětně zapsán do originální částice.  
Tvorba tloušťky větví a kmenu je zajištěna tím, že na levé i pravé straně (kolmo na směr růstu) se  
vytvoří  nové  částice  se  stejnými  parametry  jako  původní,  ale  požadovaná  tloušťka  se  zmenší  
o jedničku, čímž se sníží zbývající nutný počet iterací pro vytvoření tloušťky v daném místě. Listy 
jsou reprezentovány také částicemi,  avšak mají  obvykle jinou barvu. Jejich růst se provádí pokud  
životnost  částice  klesne  pod určitou  hranici.  Na  rozdíl  od  větvení,  list  (nová  částice)  se  vytvoří 
náhodným směrem od původního směru  větve.  Částice  listů  mají  malou  životnost,  tak  aby bylo  
zaručeno, že listy nebudou moc velké.
Jako počáteční stav slouží jedna obsazená buňka, ze které začíná strom růst. S každou iterací se 
postupně aplikují  výše popsané operace na každou částici dokud je alespoň jedna částice aktivní. 
Pochopitelně operace jako větvení,  zrcadlení  či růst listů se neprovádí pokaždé, ale jen s určitou  
pravděpodobností nebo po překročení nějakého limitu nebo po dosažení určitého násobku iterací atp. 
Možností  jak  řídit  růst  je  mnoho  a  záleží  na  implementaci.  Ačkoli  tento  systém  neprodukuje 
realisticky vypadající výstupy, jak je patrno z Ilustrace 5, může najít uplatnění ve specializovaných 
aplikacích,  obzvláště  ve  hrách  založených  na  voxelovém  enginu.  Animace  růstu  stromů  ve  3D 
můžeme nalézt na internetu3.
3. Procedural Tree generation (3D): https://www.youtube.com/watch?v=8K0OtrXaGFw
9
2.4.3 Generátory založené na L-Systémech
Jedná se o nejběžnější přístup ke generování realisticky vypadajích rostlin. Těmito systémy se již 
zaobíralo  velké  množství  výzkumníků  a  bylo  vytvořeno  mnoho  algoritmů  produkujících  kvalitní 
výsledky.  Například  Dr.  Przemyslaw  Prusinkiewicz  se  svými  studenty  a  kolegy  vydali  ohledně 
L-systémů ohromné množství odborných článků a publikací, například [9][10]. Generátory založené 
na L-systémech se používají také ve volných i komerčních aplikacích, např: [11].
Jeden z možných přístupů jak vygenerovat a zpravovat 3D strom je rozdělit ho hierarchicky do 
několika částí jako je třeba kmen, koruna, části koruny, uskupení větví, větve, listí. Při takovémto 
rozdělení můžeme snadno ručně navrhnout pravidla pro L-systém samostatně pro každou část a navíc  
po vygenerování můžeme snadno upravovat kteroukoli část v hierarchické struktůře a ovlivnit tím jen 
její pod-části. Tento systém může být velice užitečný pokud výsledný strom má interagovat s okolím 
anebo vyplnit určitý prostor.
L-systémy,  které  reagují  na  své okolí,  nazýváme  otevřené.  Otevřenými  systémy se  zabývá 
například  [12][13].  Jako  vstup  mají  kromě  svých  přepisovacích  pravidel  například  také  okolní 
překážky, množství světla a jeho směr, kvalitu půdy, množství vlhosti atp.
Další možností může být neomezovat se tím co je větev, koruna či list, ale vydat se při návrhu 
cestou zobecnění, jako například [14]. V takovém případě L-systém nemusí popisovat jen stromy, ale 
i mnoho jiných struktur. Čím větší zobecnění, tím různější struktury můžeme popsat, ovšem popis se 
stává mnohem náročnější pro přímou tvorbu uživatelem v textové podobě a je zapotřebí ho nahradit 
nějakým  automatizovaným  nebo  alespoň  asistovaným  procesem,  ve  kterém  bude  moci  uživatel  
jednoduše tvořit aniž by musel znát implementační detaily. Tento systém není moc praktický pokud 
chceme zaručit interakci s okolím avšak je možné ho zkombinovat s předchozím přístupem pro tento 
účel.
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Ilustrace 5: Ukázka 2D částicového systému [8]
2.5 Histogram orientovaných gradientů
Jelikož  v  této  práci  je  nutné  zpracovat  vstupní  2D obrázek  a  porovnávat  ho  s  vygenerovanými  
výstupy, byl za účelem zpracování obrazu zvolen algoritmus Histogram of oriented gradients. HOG 
je metoda, která se běžně využívá v počítačovém vidění a slouží pro popis význačných bodů v obraze. 
Obvykle se používá pro detekci objektů, nejznámější aplikací je detekce lidí. Základem metody je 
výpočet gradientů v obraze a určení jejich orientace a intenzity. Na rozdíl od jiných metod jako je  
třeba SIFT, který je lokálním deskriptorem, HOG je globální metoda, což znamená, že popisuje celý  
obraz, nikoli jen pár bodů v něm. Toho je docíleno tím, že se obraz rovnoměrně rozdělí na bloky 
(blocks), obvykle 16x16 pixelů a tyto bloky mají navíc padesáti procentní překryv [16]. Vzniknou tak 
menší bloky 8x8 pixelů (cells) a v každém takovémto bloku se kvantizují gradienty do devíti orientací  
(bins) po 20°. Do těchto binů se ukládají intenzity gradientů podle jejich orientace a pokud určitý 
gradient  nemá přesnou orientaci  v násobku 20° pak se může  intepolovat  jeho hodnota  mezi  dva  
směry.  Pro  každý  blok  16x16  pixelů  tedy  vznikne  histogram o  velikosti  4*9=36.  Všechny  tyto 
histogramy ze všech bloků konkatenujeme a vznikne celý histogram o velikosti typicky několika tisít  
hodnot.  Ilustrace  7 schématicky  znázorňuje  dělení   obrázku  na  bloky  16x16,  8x8  a  vytvořené 
histogramy.
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Ilustrace 6: Interakce s okolím a vyplnění prostoru [15]
Kromě samotného výpočtu se také někdy používá předzpracování původního obrazu nebo jeho 
lokálních částí, tak aby se normalizoval jeho jas a kontrast anebo aby se zahladily velmi ostré změny 
v obraze.
Pro  výpočet  gradientů  se  musí  nejprve  provést  konvoluce  obrázku  s  derivační  maskou
[−1,0,1 ] pro  horizontální  osu  a [−1,0,1 ]T pro  vertikální  osu  a  výsledky  zkombinovat. 




x [k ]⋅h [n−k ] , kde (4)
• x [n ] , h [n] jsou diskrétní funkce obrazu a masky a 
• y [n ] je výsledná diskrétní funkce po konvoluci
Existují i jiné masky,  např: Robertsův operátor nebo Sobelův či Prewittův operátor.  Kromě 
konvoluce je možné  použít  i  jiné metody jako třeba Laplaceův operator nebo rozdíl  Gaussových 





a intenzita se spočte jako:
S=√S x2+S y2 , kde (6)
• S y je gradient v ose Y a
• S x je gradient v ose X. 
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Ilustrace 7: HOG:  a) obrazek rozdělený na malé bloky 8x8 (cells),  b) block 16x16 - skládá 
se ze 4 bloků 8x8 (cells),  c) pro každý blok 8x8 se vytvoří samostatný histogram [17]
3 Návrh aplikace
Jak  již  bylo  popsáno,  existuje  několik  způsobů  generování  stromu.  V  této  práci  bylo  využito  
bezkontextové gramatiky a L-Systému pro generování kostry stromu. Následně bylo využito těchto  
postupů a za pomoci evolučního algoritmu se vytváří  3D strom,  který se snaží  rekonstruovat  2D 
předlohu. Kromě samotné předlohy také program dostane od uživatele počáteční bod odkud strom 
vyrůstá a přibližný obrys stromu. Výstupem by měl být 3D strom, který se vizuálně podobá předloze.
Kostra stromu se skládá z malých úseček, které na sebe navazují a vytváří tak strukturu stromu. 
Tak  jako  formální  matematické  stromové  struktůry,  tak  i  vygenerovaný  strom má  jenom  jeden 
počátek, ze kterého roste a na určitých místech se větví. Při tomto větvení nikdy nedojde ke znovu  
spojení  (nanejvýš  může  dojít  k  náhodnému  protnutí  větví),  což  považujeme  za  výhodu  tohoto 
přístupu. Ovšem jediný počáteční bod může být v některých situacích omezující. Největší problém by 
byl s křovinami, které na rozdíl od běžných stromů mohou vyrůstat ze země na mnoha místech.
Testovací  aplikace je  tedy rozdělena na několik částí.  První  částí  je  využití  gramatiky pro 
vygenerování kostry stromu, druhou částí je vytvoření objemového tělesa a listí kolem dané kostry  
a třetí částí je samotný evoluční algoritmus, který vede vývoj stromů. Toho se dá dosáhnout několika 
způsoby a budou zde popsány všechny navržené a otestované metody.
3.1 Návrh L-systému
L-systém a potažmo gramatika byla navržena a implementována jako třída, která zpravuje všechny 
pravidla,  počáteční  řetězec  a  umožňuje  provést  současně  přepsání  všech  neterminálů  v  aktuální 
konfiguraci,  čemuž  říkáme  jeden  krok  generování,  viz  L-Systémy.  Ve  skutečnosti  se  nejedná 
o současné přepsání, ale sekvenční, které by možná bylo možné paralelizovat. Jelikož byl nakonec 
využit deterministický L-systém, tak na levé straně pravidla může být jen takový neterminál, který se  
nevyskytuje  u  žádného  jiného  pravidla  na  levé  straně.  Pravá  strana  není  teoreticky  omezena,  
pomineme-li paměťové nároky.
Původně byl L-systém implementován jako stochastický, kde více pravidel mohlo mít na levé 
straně stejný neterminál a pravidlo se vybralo náhodně podle váhy, ale to se ukázalo jako zbytečně  
komplikované a nebylo pro takovou gramatiku dostatečné využití. 
3.1.1 Využití L-systému
Výsledkem generování je řetězec, který může být také popsán derivačním stromem. Tento řetězec se 
dá interpretovat jako skutečný 3D strom pokud obsahuje správné informace. Toho je docíleno pomocí 
speciálních  řídících  symbolů  (terminálů),  které  jsou 
součástí  přepisovacích pravidel  v  gramatice.  Jedná se 
o rozšížení závorkových L-Systémů. Mezi tyto symboly 
patří:
• změna  směru  růstu  –  natočení  kolem  osy  Z 
(nebo také doleva/doprava)
• změna  směru  růstu  –  natočení  kolem  osy  X 
(dopředu/dozadu)
• změna délky úsečky (relativní i absolutní)
• změna tloušťky (relativní i absolutní)
• uložení aktuálního stavu na zásobník
• načtení stavu ze zásobníku.
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Ilustrace 8: Osy X, Y a Z v systému
Vykreslování probíhá velmi podobně jako v [6], zásadní rozdíly spočívají v tom, že řídících 
symbolů je více a umožnuje to větší škálu výsledných obrazců a především je možné generovat 3D 
objekty, nikoli jenom 2D kostru.
Vygenerovaný řetězec se zpracovává postupně symbol za symbolem a průběžně si udržujeme 
svůj aktuální stav a tyto řídící terminály nám říkají jak ho máme modifikovat. Aktuální stav obsahuje 
polohu bodu ve 3D prostoru odkud bude začínat úsečka, její směr, délku a poloměr stromu v daném 
místě.  Osy v  systému  jsou  shodné  s  osami  v  OpenGL.  Počet  kroků  generování  není  teoreticky 
omezen, záleží pouze na pravidlech gramatiky, kolik je k dispozici výpočetní síly a především kolik 
paměti máme k dispozici. 
Jelikož se jedná o deterministické generování, jeden L-systém může vygenerovat pouze tolik 
různých stromů, kolik kroků generování se provede, jelikož na konci každého kroku máme řetězec, 
ze kterého by bylo možné vytvořit kostru stromu a tu dále obalit obalovým 3D tělesem. Pro zvýšení  
realističnosti stromu je možné navíc finální řetězec upravit tak, že před kažný neterminál v řetězci se  
přidá malá náhodná změna směru růstu.
3.2 Tloušťka větví
Jelikož strom musí mít definovanou tloušťku ve všech bodech kostry, je několik možností jak toho 
dosáhnout. Na první pohled nejtriviálnější řešení by bylo aby výsledný vygenerovaný řetězec před 
každým neterminálem obsahoval terminál popisující tloušťku. To by bylo však velmi nepraktickým 
řešením  z  pohledu  dalšího  vývoje  a  zakomponování  do  genetického  algoritmu,  protože  by  tak 
efektivně došlo k obrovskému zvětšení prohledávaného prostoru. 
Další  zvažovanou  možností  je,  že  by  genetický  algoritmus  určil  tloušťku  jen  na  určitých 
klíčových místech  (například  v bodech větvení  anebo jednodušeji  v  náhodně vybraných  bodech) 
a zbytek by se dopočítal jako lineární interpolace mezi  těmito body.  Přestože tato metoda vypadá  
slibně, nebyla zatím prakticky otestována v této práci.
Další zvažovanou a nakonec implementovanou metodou je určit pouze tloušťku na konci každé 
větve anebo stanovit jednotnou tloušťku pro konec všech větví a zbytek dopočítat. Pokud uvážíme, že 
tloušťka větví zůstává stejná až do bodu větvení pak nám stačí spočíst tyto body podle některého 
z následujících vzorců:
• d n=d 1
n+d 2
n+... , kde d  je tloušťka v bodě větvení  a d 1,d 2 ...  jsou všechny větve 
vstupující  do tohoto větvení.  n se obvykle  volí  v rozmezí  2 až 3 [18].  Pokud  n je 
blízko hodnoty 2, strom působí velice masivním dojmem a kmen je velmi hrubý. Při hodnotě 
3 jde o opak a strom je velmi štíhlý.
• πr 2=πr1
2+πr2
2+... ,  tedy  r=√ πr12+πr 22+...π ,  kde  r je  poloměr  v  bodě  větvení 
a r1, r2 ... jsou poloměry všech větví vstupujících do bodu větvení. Tento vzorec je založen 
na sčítání obsahů průřezů větvemi a výsledek je podobný předchozímu vzorci s hodnotou 
n=2 .
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Ilustrace 9: Pět kroků generování stromu včetně náhodné úpravy
3.3 Generování objemového tělesa
Jak již bylo řečeno, tak kostra stromu je vygenerována pomocí L-systému, ale to samo o sobě nestačí  
a je  zapořebí  tuto  kostru  obalit  skutečným 3D objektem.  Za  tímto  účelem byly  otestovány  dva 
algoritmy, kde první byl založený na implicitních plochách a tzv. Marching cubes algoritmu a druhý 
na vykreslování válců kolem každé části kostry a jejich spojování, tak aby bylo vidět co nejméně  
různých artefaktů v těchto spojích.
3.3.1 Implicitní plochy a Marching cubes
V tomto případě se 3D těleso nepopisuje hraničními body jak jsme zvyklí z polygonálních modelů ani  
výčtem obsazených  bodů  ve  3D prostoru  jako  u  voxelového  popisu,  ale  místo  toho  se  využívá 
množiny implicitních funkcí a jejich kombinace. Implicitní funkce je spojitá funkce, která každému  
bodu v prostoru přiřadí určitou hodnotu a implicitní plocha vznikne po vybrání všech bodů se stejnou  
hodnotou.
Úkolem je tedy, aby se každá úsečka stala zdrojem implicitní funkce popisující všechny body 
v prostoru. Toho můžeme dosáhnout například tak, že budeme měřit vzdálenost od úsečky. Jakmile  
máme takovýto popis pro každou úsečku, můžeme vytvořit implicitní plochu pro celý strom tak, že  
pro každý bod budeme uvažovat jen vzdálenost k nejbližší úsečce, případně jako určitou kombinaci  
těchto vzdáleností.  Například můžeme  sčítat  převrácené druhé mocniny těchto vzdáleností  a  tedy 
úsečka, která je blíže bude mít větší efekt než úsečka, která je daleko. Vzdálenost implicitní plochy 
od  kostry  stromu  můžeme  snadno  volit  jako  hodnotu  z  intervalu  [0,  ∞),  kterou  mají  mít  body 
v prostoru, často označovanou jako  threshold. Dalším rozšířením je možnost, že přímo do výpočtu 
implicitní funkce zahrneme jaký vliv má mít daná úsečka a můžeme tak pro každou část stromu lépe 
určit tloušťku.
Na následující ilustraci, v dolní části, jsou znázorněny 2 bodové generátory implicitních ploch 
a výsledný tvar objektu, pro zjednodušení ve 2D prostoru. Kružnice kolem těchto bodů ukazuje kam 
až sahá vliv daného bodu, neboli kde je hranice nulové hodnoty implicitní funkce generované daným 
bodem. V horni části obrázku je zobrazen průběh celkové implicitní funkce v řezu procházajícím přes  
oba bodové zdroje implicitních ploch.
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Ilustrace 10: Znázornění dvou bodových zdrojů  
implicitních funkcí ve 2D prostoru [19]
Jakmile máme implicitní plochu stromu, musíme ji převést na trojúhelníkovou reprezentaci, 
aby ji bylo možné zobrazit pomocí OpenGL. K tomu slouží algoritmus Marching cubes [20]. Ten 
funguje na principu vzorkování výše popsaného prostoru hodnot na pravidelné mřížce a rozhodování, 
zda daný bod paří do 3D objektu anebo mimo něj. Tedy zda hodnota implicitní funkce je menší/větší  
než nějaký práh. Kdykoli máme na mřížce dva sousední body, kde jeden patří do 3D objektu a jeden 
vně, pak mezi nimi lze spočítat přesný bod kudy prochází implicitní plocha. Pokud takto najdeme 
všechny průsečíky implicitní plochy s naší pravidelnou mřížkou, můžeme vytvořit trojúhelníkovou 
síť (za pomoci předdefinovaných tabulek z [20]), která je přibližnou aproximací hledané implicitní  
plochy. Čím jemnější mřížku použijeme, tím přesnější aproximaci dostaneme. 
Algoritmus Marching cubes je však vysoce náročný na použitou paměť a výpočetní čas. Čím 
větší  přesnost  požadujeme  a  čím větší  objekty chceme  převést  na  trojúhelnikovou síť,  tím větší  
nároky jsou na paměť. Pokud zvýšíme rozlišení mřížky na dvojnásobek (pro každou osu), paměťová  
náročnost vzroste osm krát.  Tento problém byl  částečně ošetřen využitím struktury  octree ovšem 
vedlo  to  k  ještě  vyšší  časové  náročnosti  a  nakonec  byl  celý  tento  postup  zavrhnut  a  nahrazen  
generováním válců kolem kostry stromu.
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Ilustrace 12: Kostra stromu a obalové těleso pomocí Marching cubes
Ilustrace 11: Alg. Marching cubes aplikovaný na implicitní plochu koule [20]
3.3.2 3D válce a jejich spojování
Druhý otestovaný způsob vezme každou úsečku kostry a obalí ji válcem. Tyto válce jsou však kratší  
než samotná úsečka o jednotky až desítky procent, tak aby se daly navzájem spojit pomocnými tělesy 
a nevznikly ostré  přechody.  Krajní  body válců  leží  na  kružnici kolmé  k  úsečce,  kterou  můžeme 
popsat pomocí parametrických rovnic:
x (θ )=c1+r⋅cos(θ )⋅a1+r⋅sin (θ )⋅b1 (7)
y (θ )=c2+r⋅cos (θ )⋅a2+r⋅sin (θ)⋅b2 (8)
z (θ )=c3+r⋅cos(θ )⋅a3+r⋅sin(θ )⋅b3 , (9)
kde x, y, z jsou počítané souřadnice ve 3D, Θ je parametrem v rozsahu 0 až 2π vyjadřující úhel 
počítaného bodu na kružnici,  r je poloměr kružnice odvozený od tloušťky v daném místě stromu, 
a⃗=(a1, a 2, a3) a b⃗=(b1, b2, b3) jsou vektory kolmé na úsečku kostry a jsou si také navzájem 
kolmé, c=(c1,  c2,  c3) je bod na úsešce, kolem kterého hledáme kružnici. Z popisu vektorů a⃗ a
b⃗ je zřejmé, že existuje nekonečné množství kombinací splňující tyto podmínky kolmosti, proto si  
můžeme jeden vektor zvolit a druhý dopočítat. Například a⃗⋅⃗v=0 , kde v⃗ je jednotkový vektor 
ve směru úsečky a pak b⃗=a⃗×v⃗ .
Jakmile  známe  všechny  korespondující  body  na  kružnicích  jedné  úsečky,  můžeme  z  nich 
vytvořit válec. Avšak ke spojení těchto válců mezi sebou musíme najít korespondující body, jinak by 
mohlo  při  vytváření  trojúhelníkové  sítě  dojít  ke  zkroucení pomocného  tělesa,  ve  vyjímečných 
případech až o 180° vlivem spojení nevhodných bodů na kružnicích.
Ilustrace 13 a 14 zobrazují detail trojúhelníkové síťe stromu, kde ilustrace 13 obsahuje i zadní 
stranu,  která by normálně nebyla  vidět,  zatímco  14 pouze přední  stranu a je tak na ní  lépe vidět 
struktůru trojúhelníků.
Ilustrace 15 pak zobrazuje strom, u kterého se kostra skládá z 13106 úseček, kde každé úsečce 
odpovídá jeden válec a jeden spojovací člen. Pro texturování bylo využito reálné, avšak opakující se  
textury spolu s Phongovým osvětlovacím modelem.
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Ilustrace 14: Trojúhelníková síť stromu bez  
zadní strany
Ilustrace 13: Trojúhelníková síť stromu
3.4 Návrh evolučního algoritmu
Při návrhu elovučního algoritmu je jednou z nejdůležitějších komponent jedinec a potažmo celá 
populace jedinců. Jedinci mohou být reprezentování mnoha způsoby, ať už se jedná o celé L-systémy 
jenž generují požadované stromy anebo řetězce, které popisují dané stromy. Oba tyto postupy byly 
v rámci  této práce implementovány a  otestovány a  každý z  nich má  svá specifika,  která  si  dále 
popíšeme. Kromě toho by bylo možné vymyslet i další způsoby jak ukládat a pracovat s jedinci jako  
například  ukládat  pouze  již  vygenerované  kostry  stromů  nebo  hybridní  systém,  který  by  mohl 
zkombinovat výhody obou testovaných přístupů avšak za cenu ještě větší složitosti implementace.
Nehledě na zvolený systém, každý jedinec musí udržovat informaci o měřítku stromu, tak aby 
bylo možné libovolně měnit velikost stromu v průběhu evoluce a algoritmus tak nebyl odkázán na 
přednastavené měřítko. Jelikož byl zvolen první způsob výpočtu tloušťky stromů (viz  3.2 Tloušťka
větví),  každý  jedinec  uchovává  také  koeficient n ,  který  ovlivňuje  tloušťku  větve/kmenu  při 
spojování více větví dohromady.  Dalším parametrem může být inicializační hodnota pro tloušťku 
konců větví, tak aby každý jedinec mohl mít jinou, ale není to přímo nutné. Stejně tak by se daly  
vymyslet další parametry, které by se měnily během evoluce, jako třeba množství či barva listí, typ 
kůry a podobně. Je ovšem jednodušší pokud takovéto zřejmé parametry zadá obsluha a ušetří tak čas 
evolučnímu  algoritmu.  Problém by  nastal  pokud  by  naším  cílem bylo  provádět  automatizované 
zpracování více stromů, což ale stejně v současné době není možné minimálně z důvodu nutnosti 
zadání přibližného obrysu a počátku stromu uživatelem.
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Ilustrace 15: Strom vygenerovaný metodou spojování válců
3.4.1 Jedinec jako řetězec znaků
V tomto případě každý jedinec uchovává celý řetězec, podle kterého se generuje kostra stromu. 
Místo  uchovávání  kostry  stromu  v  každém  jedinci  byl  raději  zvolen  tento  přístup,  protože  je 
jednodušší provádět kombinace a mutace na řetězci znaků než přímo na kostře. I z pohledu paměťové 
náročnosti s tím není problém. Řetězce dosahují délek jen několika desítek tisíc znaků. Avšak mutace  
a křížení musí brát do úvahy vnitřní stavbu řetězce, tak aby se neporušil počet na sebe navazujících  
a do sebe zanořených závorek, viz  2.3.1. Při užití tohoto systému se jedinci na začátku inicializují 
vygenerováním několika stromů pomocí ručně vytvořených L-systémů a v průběhu evoluce se již 
negenerují další, pouze se upravují a kombinují existující řešení. Navíc se před začátkem evoluce  
ještě náhodně upraví úhly (ve velmi malém rozpětí) mezi všemi úsečkami kostry každého jedince,  
jednak aby se zlepšila počáteční realističnost, ale také částečně zvýšila diverzita mezi jednotlivými  
jedinci populace.
3.4.2 Jedinec jako L-systém
Druhou možností jak zpravovat jedince je, že místo toho, aby jejich genom byl tvořen celým 
řetězcem jako v předchozím případě, genom může být tvořen dokonce celým L-systémem. Křížení 
a mutace  pak  upravují  přímo  pravidla  v  L-systému.  Výhodou  tohoto  řešení  je,  že  nepotřebuje 
předpřipravené  modely  stromů,  ze  kterých  vychází,  ale  místo  toho  si  je  sám  vytvoří  za  běhu. 
Nevýhodou je složitější zpráva jedinců, kde je velké množství možností jak provést mutaci a křížení. 
Mutace může upravit jak počáteční řetězec, tak i libovolné pravidlo ať už celé nebo jen jeho levou 
nebo pravou stranu, případně jen část  pravé strany,  nejčastěji  jen změnou jednoho znaku.  Kromě 
úprav může také přidávat nebo ubírat kteroukoli zmíněnou část. Podobně to platí i pro křížení jen se 
pracuje se dvěma jedinci současně.
K tomu, aby se mohly provádět mutace a křížení,  je zapotřebí, aby si L-systém pamatoval, 
které  nonterminály  se  smí  použít  a  určit  pravidla  a  pravděpodobnosti,  kdy se  může  přidat  nový 
nonterminál, který ještě nikdy předtím nebyl použit v žádném pravidle.
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Ilustrace 16: Diagram evolučního algoritmu
3.4.3 Fitness funkce
Fitness funkce byla navržena ze dvou nezávislých částí a jejích kombinaci. První je výpočet 
hodnoty, která nám říká jak moc se strom podobá předloze z pohledu obrysu, který zadal uživatel.  
Druhou částí fitness funkce je zkoumání vnitřní struktury stromu uvnitř obrysu. Teoreticky není návrh 
nijak omezen počtem nezávislých fitnes funkcí a bylo by tedy možné v budoucnu doplnit další pokud 
se to ukáže jako žádoucí.
První fitnes lze snadno určit jako rozdíl plochy kterou zabírá vygenerovaný strom a uživatelem 
zadaná plocha stromu z 2D předlohy. Ovšem ke spočtení jejich rozdílu potřebujeme znát vzájemný 
posun v ose X a Y. Ten spočteme jako rozdíl 2D souřadnic počátku vygenerovaného kmene 3D 
stromu a souřadnic zadaných uživatelem jako počátek kmene na 2D předloze. Navíc nestačí udělat 
přímý  rozdíl  ploch  protože  vygenerovaný  strom obsahuje  příliš  moc  děr a  jeho  okraj  je  velmi 
nepravidelný. Tyto nedokonalosti ale můžeme zahladit pomocí dilatace a následné eroze obrazu. 
A nakonec, jak bylo otestováno, nestačí  tuto hodnotu spočítat  jen z jednoho úhlu pohledu, 
protože by mohlo dojít k jevu, kdy se obrys vytvořeného stromu sice shoduje s předlohou, ale jen 
z čelního pohledu. Při pohledu z jiné strany se objeví nejrůznější nežádoucí artefakty (viz 5.1). Řešení 
tohoto problému může být několik. Například se nabízí vytvořit 3D rotační těleso podle uživatelem 
daného  obrysu  a  následně  počítat  větve  (a  jejich  velikost),  které  přesahují  z  tohoto  tělesa 
a penalizovat tak jedince. Další navrženou možností je, že se strom bude průběžně otáčet a podobnost 
počítat pro každý úhel. V tomto případě je ale třeba vybrat jeden pohled jako hlavní a ty ostatní jako  
poddružné,  protože  našim úkolem není,  aby  měl  vytvořený  strom stejný  obrys  ze  všech  směrů, 
důležité  je,  aby obsahoval  jen  minimum artefaktů  při  pohledu z  jiné  než  primární  strany.  Toho 
můžeme dosáhnout tak, že strom ohodnotíme ze všech stran, vybereme tu nejlepší a ostatní použijeme 
jako malou penalizaci jedince pro evoluční algoritmus. Počet těchto úhlů zásadně volíme jako liché 
číslo, protože při použití sudých počtů by docházelo ke dvojtému ohodnocení v jedné či více os.
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Ilustrace 17: Rozdíl oblastí 2D předlohy a vygenerovaného 3D stromu
 Za účelem zkoumání vnitřní stavby stromu byl navržen výpočet založený na využití algoritmu 
Histogram of oriented gradients (viz  2.5). Pokud spočteme histogram orientovaných gradientů jak 
pro předlohu tak pro vygenerovaný strom, můžeme určit například jejich Euklidovskou vzdálenost 
(podobnost):
d (a⃗ , b⃗)=√∑i=1
n
(a i−b i)
2 , kde (10)
d  je vzdálenost mezi vektory a⃗  a b⃗ , což můžeme také chápat jako vzdálenost mezi dvěmi 
body v n-rozměrném prostoru. A pak tuto hodnotu použijeme jako vodítko pro evoluční algoritmus. 
Před  samotným  výpočtem  můžeme  ještě  na  obrázky  aplikovat  gaussovské  rozostření,  aby  se 
odstranily příliš ostré přechody v obraze. Další možností  je neprovádět celý algoritmus HOG, ale  
porovnávat pouze obrazy po použití hranového detektoru. V takovém případě se neklade tak velký 
důraz na orientaci úhlů v obraze, ale spíše na prostorové rozložení hran se zachováním tloušťky větví  
a kmenu stromu.
Nakonec zbývá těmto částečným fitness hodnotám přiřadit váhy, zkombinovat je a vytvořit tak 
finální fitness hodnotu. Evoluční algoritmus se pak snaží tuto hodnotu minimalizovat.
3.4.4 Selekce a tvorba nové populace
Jakmile jsou všichni jedinci z populace ohodnoceni, můžeme je setřídit  a vybrat  takové, ze 
kterých se bude po provedení mutací a kombinací skládat nová populace. Aby se v další generaci  
nemohla nejlepší fitness nikdy zhoršit, je využito drobného elitizmu, tedy vždy se do nové populace 
bezezměny  zkopíruje  jeden  nejlepší  jedinec  z  předchozí  generace.  Zbytek  jedinců  se  vybírá  tzv.  
ruletovým výběrem, kde každému jedinci je přiřazena pravděpodobnost výběru závislá na jeho fitness 
hodnotě. Tedy čím lepší fitness (hodnota blíže nule), tím větší pravděpodobnost na vybrání. Zda bude 
na vybrané jedince aplikována mutace, kombinace nebo obojí se neřídí náhodně, ale přednastaveným 
poměrem.
3.5 Návrh grafického rozhraní
Při návrhu grafického rozhraní je důležité, aby bylo velmi jednoduché a hlavně intuitivní, tedy aby 
i člověk,  který  aplikaci  vidí  poprvé,  neměl  problém s  orientací.  Jelikož  v  této  práci  aplikace  od 
uživatele vždy vyžaduje určité informace (obrys stromu a počátek kmene), je třeba aby ho naváděla,  
protože uživatel nemusí vědět co aplikace dělá a hlavně jak funguje. Za tímto účelem se uživateli  
zobrazují textová okna s informacemi, které potřebuje vědět a musí je potvrdit, aby zmizela. Dále má 
uživatel možnost měnit dodatečné parametry, které jsou stále dostupné. Nejdůležitější parametry jsou 
počet generací a počet jedinců evolučního algoritmu, protože přímo ovlivňují délku běhu programu 
a kvalitu výstupu. Dalšími důležitými parametry je, zda se má generovat strom s listím nebo bez, jaký 
algoritmus se má použít při zpracování druhé fitness funkce či zda má evoluční algoritmus vyjít ze 
stavu, ve kterém jsou již předdefinovaní jedinci anebo zda je má všechny vytvářet jen z počátečního  
bodu. Také důležitým parametrem je počet úhlů, ze kterých se má generovaný strom ohodnocovat, 
což má vliv jak na dobu běhu algoritmu tak i na kvalitu výstupu. Ostatní parametry již nemají tak 
zásadní  vliv,  ikdyž  pomocí  váhy jednotlivých  fitness  funkcí  můžeme  například  vypnout  druhou 
fitness  úplně  a  zajistit  tak  jiné  chování  evolučního  algoritmu.  Všechny  parametry  jsou  však 
přednastaveny do určitých běžných hodnot a tedy pokud je uživatel nijak nezmění nebude to mít tak 
vážné  následky  jako  kdyby  například  špatně  zadal  počátek  kmene  nebo  neúplný  obrys  stromu. 
Nakonec jsou zde estetické parametry jako je barva listí, textura kůry nebo co se bude kreslit během 
evoluce, zda-li rozdíl oblastí z první fitness anebo aktuální 3D strom. Kromě názvu parametrů jsou 
také k dispozici doplňkové informace pokud se najede kurzorem nad kterýkoli widget.
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Po ukončení evoluce je uživateli nabídnuta možnost uložení výsledku. Nejzákladnější možností 
je pořídit 2D snímek vytvořeného stromu. Tyto snímky se automatiky ukládají do předchystaného 
adresáře  screenshots a jsou uloženy v bezeztrátovém formátu obrazu PNG. Další možností je 
uložit vygenerovaný strom do 3D formátu. Podporovány jsou 2 formáty – 3DS a OBJ. Formát 3DS 
ovšem nepodporuje uložení více než 65535 vertexů do jednoho meshe a lze ho proto využít jen na 
uložení malých stromů. Z tohoto důvodu je zde ještě možnost uložení do čistě textového 3D formátu 
OBJ. Jelikož se ale jedná o čistě textový nekomprimovaný formát, velikost výsledných souborů je 
značně velká a může dosáhnout až několika desítek MB. Stromy je možné uložit jak s listím tak i bez  
něj.
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Ilustrace 18: Grafické rozhraní – obsahuje již obrys a počátek stromu
4 Implementace
V této kapitole budou popsány metody a použité knihovny při implementaci testovací aplikace. Při 
implementaci  bylo  využito  objektově orientovaného návrhu a programování  s  využitím vlastností 
programovacího  jazyka  C++.  Při  výběru  knihoven  byl  kladen  důraz  na  jednoduché  použití  
a požadovanou funkcionalitu. Knihovny také musí být volně dostupné k užití bez nutnosti zakoupit  
jakoukoli  licenci.  Přestože  to  zadání  nevyžaduje,  byly  knihovny  vybírány  s  ohledem  na 
multiplatformnost,  tak aby v budoucnu, bude-li  to nutné, aplikaci bylo možné přeložit  i na jiném 
systému než Windows.
4.1 OpenGL
První  knihovnu,  kterou  bylo  nutné  zvolit  je  knihovna  jenž  bude  zajišťovat  vykreslování 
vygenerovaného 3D stromu. Dle zadání byla možnost buď DirectX nebo OpenGL. OpenGL (neboli 
Open Graphics Library, nebo také OGL) je vpodstatě otevřenou definici pro aplikační rozhraní na  
grafický hardware. O toto rozhraní se stará neziskové konsorcium Khronos Group, které průběžně 
vydává nové verze API4.  Jelikož není  striktně definován operační  systém (na rozdíl od DirectX), 
můžeme  ho najít  jak na Windows,  tak i  na  jiných platformách jako např.  Linux/Unix,  Mac OS, 
Android či různá vestavěná a mobilní zařízení. Starší Windows 98, Me, 2000 podporovaly OpenGL 
verzi 1.1. Tato diplomová práce byla testována na verzi knihovny 3.2. Kromě toho je také OpenGL 
nezávislé na zvoleném programovacím jazyce a existuje pro něj proto velké množství bindingů do 
různých jazyků.  Je také nezávislé na okenním manažeru a zprávě událostí  v operačním systému.  
K tomuto účelu se obvykle používají jiné knihovny (například SDL, GLUT, Qt) anebo přímo API 
operačního systému. OpenGL nepodporuje ani zprávu souborů, načítání a ukládání 3D objektů nebo 
textur.
OpenGL je postaveno na principu konečného stavového automatu, kde velkou roli hrají tzv. 
shadery. Pokud tedy změníme nějakou stavovou proměnnou v systému, zůstane tak do doby než ji  
znovu  změníme,  například  v  jiné  části  programu  nebo  reinicializujeme  celý  systém.  Hlavním 
důvodem proč tomu tak je, že se tím eliminuje velké množství parametrů, které by se jinak musely 
předávat každé funkci.  Pro usnadnění práce s takovýmto systémem OpenGL nabízí zásobníkovou 
architektůru pro uchování různých skupin nebo i všech stavů současně. OpenGL nepodporuje práci 
s komplexními  objekty,  programátor si  musí  vystačit  s primitivy jako je bod, úsečka,  trojúhelník, 
polygon  atp.  Pro  urychlení  práce  se  používají  vertex  buffer  object  a  vertex  array.  OpenGL řeší 
viditelnost  objektů,  antialiasing,  blending,  různé  způsoby  texturování,  teselaci  a  mnoho  dalších 
funkcí. Ovšem oproti starším verzím OpenGL se mnoho funkcí přesunulo na uživatele a je zapotřebí  
je řešit individuálně v shaderech. 
Od OpenGL verze 2.0 existují dva základní typy shaderů – vertex shader a fragment shader, ale 
později  se  k  nim  ještě  přidaly  další  –  geometry  shader  (OpenGL  3.25),  tesselation  shader 
(OpenGL 4.06) a compute shader (OpenGL 4.36). Shader je program navržený tak, aby běžel v určité 
fázi  renderování  grafiky  a  je  vykonáván  programovatelnými  jednotkami  grafické  pipeline 
(viz Ilustrace  19).  Přestože  všechny  shadery  používají  stejný  programovací  jazyk  GLSL,  každý 
shader má své typické vstupy, výstupy, zabudované proměnné a speciální příkazy. Vertex shader má  
na starosti zpracování individuálních vertexů bez možnosti podívat se na ostatní vertexy. Má však 
k dispozici  uživatelem definované  atributy vertexu,  které  mu  říkají  jak  má  vertex  zpracovat.  Na 
vstupu i na výstupu je vždy právě jeden vertex. Zpracovaný vertex se předá následujícímu shaderu,  
kterým je buď teselace nebo geometry shader. Případně pokud není ani jeden k dispozici může se  
4 OpenGL: The Industry's Foundation for High Performance Graphics: www.khronos.org/opengl
5 OpenGL.org: Geometry Shader: www.opengl.org/wiki/Geometry_Shader
6 OpenGL.org: Shader: www.opengl.org/wiki/Shader
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začít se skládáním primitiv a rasterizací. Výsledkem rasterizace jsou fragmenty, které se zpracovávají  
ve  fragment  shaderu.  Úkolem  fragment  shaderu  je  rozhodnout,  zda  se  daný  fragment  bude 
vykreslovat  a pokud ano,  tak jakou barvou.  K tomu dostane od předchozí  části  grafické pipeline  
interpolované  hodnoty  z  vertex  shaderu  jako  jsou  například  barvy  či  souřadnice  do  textury,  
interpolované normály pro Phongův osvětlovací model nebo jiná uživatelská data.
OpenGL API ovšem popisuje pouze základní vlastnosti, které musí grafická karta a její ovladač 
splňovat.  Kromě toho také různé grafické karty a ovladače často podporují  různá rozšíření,  která  
nejsou zahrnuta v základním OpenGL. Registr těchto rozšíření je zpravován konsorciem Architectural 
Review Board (ARB), které je členem Khronos Group. Všechny rozšíření jsou psána pro určitou 
verzi OpenGL, která je (obvykle) minimální verzí, na které se takové rozšíření dá použít. Zda je dané 
rozšíření použitelné se kontroluje až za běhu programu a program by tak měl podporovat i možnost,  
že  rozšíření  nelze  použít.  Existují  3  kategorie,  na  které  se  dělí7.  Do první  kategorie  spadají  tzv. 
generická rozšíření, která mohou být implementována kterýmkoli výrobcem grafických karet. Druhou 
kategorií  jsou rozšíření  schválená ARB komisí  a  je  běžné,  že  se  takováto rozšíření  dostanou do 
nových specifikací OpenGL. Poslední kategorií jsou rozšíření, která podporují jen někteří výrobci.
7 OpenGL.org: OpenGL Extension: http://www.opengl.org/wiki/Extension
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Ilustrace 19: Grafická pipeline v OpenGL 4.3 [21]
4.2 SDL
Jak  již  bylo  zmíněno  OpenGL  nepodporuje  práci  s  oknem a  systémové  události,  proto  druhou 
knihovnou, kterou bylo nutné zvolit, je knihovna zijišťující tyto aspekty. SDL (zkratka od Simple  
DirectMedia  Layer)  je  multiplatformní  open-source  knihovnou pro  jazyk  C  a  C++,  která  kromě 
zprávy okna a událostí  umožňuje  také snadné načítání  obrázků,  přehrávání  hudby a zvuků,  práci  
s časem  či  přístup  k  CD-ROM  a  pákovému  ovladači  (joystick).  Knihovna  také  podporuje  jak 
architektury s little endian, tak i big endian. Knihovna ve verzi 1.2 je šířena pod licencí GNU LGPL,  
nová verze 2.0 (někdy také nazývána 1.3) je šířena pod zlib licencí, ale zatím nemá oficiálně vydanou 
stabilní verzi. Navíc také verze 2.0 není úplně zpětně kompatibilní avšak existují návody jak upravit  
původní  kód  z  1.2  na  2.08.  SDL  je  vpodstatě  vrstva  mezi  uživatelskou  aplikací  a  operačním 
systémem. SDL je rozděleno do několika modulů, které se podle potřeby přilinkují k aplikaci. Hlavní 
modul  zajišťuje nejdůležitější  věci  jako vytvoření  okna v operačním systému,  odchytává  události 
z OS,  vykresluje  grafiku,  umožňuje  vytvořit  další  vlákna  v  programu,  podporuje  časovače  atp. 
SDL_image  zajišťuje načítání obrázků v různých formátech jako je JPEG, PNG, GIF, TIF a další.  
SDL_mixer má na starosti zprávu audia, převážně se jedná o míchání zvuků a hudby. SDL_net nabízí 
podporu přenosu dat po síti s protokoly UDP a TCP/IP. SDL_ttf zajišťuje podporu načítání fontů 
a vykreslování textů. Posledním blokem je SDL_rtf, což je zkratka pro Rich Text Format a zajišťuje 
tedy práci s dokumenty v tomto formátu. Dále pak existují neoficiální knihovny jako třeba SDL_gfx, 
která usnadňuje kreslení některých základních 2D primitiv jako je úsečka, kruh, elipsa atp. a také 
operace jako otáčení,  filtrování  či  zmenšování/zvětšování  obrázků. Tato diplomová práce využívá  
knihovnu verze 1.2 a moduly SDL_image, SDL_ttf a SDL_gfx.
Původní  verzi  SDL vytvořil  Sam Lantiga,  když  se  snažil  převést  aplikace  z  Windows  na 
Macintosh, později také pomáhal převést počítačovou hru Doom na BeOS [22] a ve společnosti Loki  
Software pomáhal  převést hry Rune, Tribes 2 či Railroad Tycoon II na Linux. 2012 se přidal ke 
společnosti  Valve  se  záměrem využít  SDL 2.0  pro  nové  multiplatformní  hry distribuované  přes  
platformu  Steam [23].  Kromě  toho  také  strávil  mnoho  let  ve  společnosti  Blizzard  jako  vedoucí 
softwarový výjojář.
4.3 Grafické rozhraní
Jakmile byly vybrány základní knihovny pro vykreslování grafiky, bylo nutno ještě zvolit knihovnu 
pro  vykreslování  grafického  uživatelského  rozhrani  (tzv.  GUI).  Za  tímto  účelem  byla  vybrána  
knihovna, kterou jsem vytvořil již v minulosti v rámci školních projektů a následně několikrát rozšířil  
v osobních projektech. Knihovna je napsána v C++ a postavena na dědičnosti  a SDL 1.2, je tedy 
stejně multiplatformní jako samo SDL.
Knihovna  podporuje  všechny  základní  widgety  jako  jsou  popisky,  tlačítka,  zaškrtávací 
políčka,  rolovací  nabídky a  podobné.  Celkem se  jedná o  10 widgetů a  dva  typy  message  boxů.  
Knihovna  je  vcelku  jednoduchá  na  použití.  Kterákoli  třída,  chce-li  využít  možnosti  grafického 
rozhraní, se musí navíc odvodit od hlavní třídy GUI a přeimplementovat virtuální metody, které se 
volají  vždy při nějaké akci,  např. zda bylo stisknuto nějaké tlačítko, pokud se změnil nějaký text  
v textovém poli  či  se  změnil  stav  posuvníku  atp.  Navíc  se  ke  každému  widgetu  dá  přistupovat 
samostatně  pomocí  jeho  ID,  které  se  nastaví  v  době jeho vytváření  a  měnit  pak  takto libovolné 
parametry daného widgetu. Knihovna také podporuje vyskakovací popisky pokud se kurzor umístí  
nad některý widget a určitou chvíli se nehýbe. Také podporuje práci s UTF-8 a základní formátování  
textu pomocí formátovacích značek podobných starším verzím jazyka HTML, které je možné použít 
téměř kdekoli,  kde se pracuje s textem (jedinou vyjímkou je zadávání textu z klávesnice za běhu  
programu – zde to nemá smysl). Fonty jsou zpravovány inteligentně tak, aby zbytečně nebyl jeden 
font otevřen vícenásobně a nezabíral tak zbytečnou paměť. Jsou zde také message boxy odvozené od 
8 SDL 1.2 to 2.0 Migration Guide:  http://wiki.libsdl.org/moin.fcg/MigrationGuide#Backward-compatibility
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abstraktního rozhraní message boxu a bylo by tak jednoduché v budoucnu přidávat další typy anebo 
je také možné využít polymorfizmu při práci s nimi.
Kromě  toho  také  knihovna  obsahuje  mnoho  podpůrných  funkcí  pro  vykreslování  a  práci 
s obrázky v SDL a mnoho jiných podpůrných částí pro různé účely. Tyto podpůrné části byly v rámci 
diplomové  práce  několikrát  rozšířeny a  doplněny o  nové  možnosti.  Tato  knihovna  byla  vybrána  
hlavně z důvodu jednoduché začlenitelnosti  do projektu, ale také z důvodu snadné přenositelnosti  
mezi systémy jenž SDL podporuje a také není nijak omezena licenčními podmínkami.
4.4 OpenCV
Poslední  důležitou  knihovnou  je  OpenCV.  Tato  knihovna  byla  vybrána  za  účelem  usnadnění 
manipulace  s  2D obrazem a  jeho  zpracováním.  CV je  zkratka  od  Computer  Vision  (počítačové 
vidění) a jedná se o open source knihovnu, jenž obsahuje více než dva a půl tisíce optimalizovaných 
algoritmů9.  Knihovna  je  vydávána  pod  BSD  licencí  a  je  tím  pádem  volně  dostupná  jak  pro 
akademické tak i pro komerční užití. Jelikož se jedná o open-source projekt, do knihovny může tak  
novou  funkcionalitou  přispívat  kdokoli.  Knihovna  má  C,  C++,  Python  a  Java  rozhraní  a  je  
podporována jak na Windows, tak i na Linux, Mac OS X, iOS a Android operačních systémech. Od 
roku 1999, kdy byla uvedena se stala vysoce oblíbenou a využívanou v oboru počítačového vidění.  
OpenCV bylo původně vyvinuto v Intelu týmem, který vedl Gary Bradski jako iniciativa posunout  
výzkum v oblasti  počítačového vidění a podpořit  vývoj vysoce náročných aplikací [24]. OpenCV 
verze 1.0 bylo uvedeno 2006 a verze 2.0, jenž přinesla velké změny, obzvláště C++ rozhraní, vyšla 
2009.  OpenCV  se  stále  vyvíjí  a  současná  verze  je  již  2.4.  Knihovna  dokáže  využít  více  jader 
procesoru nebo dokonce některé algoritmy jsou vytvořeny pro zpracování na grafické kartě.
OpenCV  má  modulární  struktůru  [25],  což  znamená,  že  se  skládá  z  několika  základních 
knihoven. K dispozici jsou tyto moduly:
• core – základní modul jenž obsahuje běžné datové struktury, které se také využívají ostatními 
moduly
• imgproc – modul, který obsahuje mimo jiné lineární a nelineární filtrace obrazu, geometrické 
trasformace jako je zvětšení/zmenšení či warping, převody mezi barevnými prostory, výpočty 
histogramů atp.
• video –  modul  určený  pro  analýzu  videa,  který  obsahuje  algoritmy  jako  odhad  pohybu, 
odstranění pozadí, trasování objektů a další
• calib3d – modul  pro základní  geometrii  pracující  s  více úhly pohledu,  kalibraci  běžné či 
stereo kamery,  odhadování  pozice objektu, algoritmy prostorového vidění  nebo prvky 3D 
rekonstrukce
• features2d – detektory význačných bodů, deskriptory a porovnávání deskriptorů
• objdetect – detekce objektů a instance předdefinovaných tříd objektů jako jsou obličeje, oči,  
lidé, auta, atp.
• highgui –  jednoduché  rozhraní  pro  záznam  videa  a  obrazu  a  také  základní  uživatelské  
rozhraní
• gpu – jedná se o algoritmy akcelerované na grafické kartě
Tato práce využívá pouze moduly  core (na práci s maticemi a obrázky),  imgproc (dilatace, eroze, 
Sobelův filtr a další práce s obrázky) a objdetect (HOG).
9 OpenCV DevZone: http://code.opencv.org/projects/opencv/wiki
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Nakonec zde jsou ještě další dvě knihovny, které pomáhají s během aplikace. První je vpodstatě jen 
hlavičkový  soubor,  který  také  obsahuje  implementaci  (tzv.  header-only)  n-árního  stromu 
s šablonovým  rozhraním,  které  je  velmi  podobné  standardní  knihovně  šablon  STL.  Autorem  je 
Kasper Peeters, jenž vyučuje teoretickou fyziku na Durham University v Anglii. Soubor je šířen pod 
licencí GNU GPL verze 2 nebo pozdější. Pro komerční využití je nutný souhlas autora10.
Druhou pomocnou knihovnou je lib3ds jenž slouží pro načítání a ukládání 3DS formátu dat. 
3DS je binární formát jenž vytvořila firma Autodesk Ltd. a přestože byl již překonán jinými formáty,  
ve  své  době  se  stal  vpodstatě  standardem  pro  ukládání  3D  dat  a  můžeme  ho  proto  dnes  najít  
podporovaný  ve  všech  běžně  dostupných  programech  na  úpravu  3D  objektů.  Lib3ds  je 
multiplatformní (UNIX, Mac OS X, Windows) knihovna11, která byla šířená pod licencí GNU GPL, 
ale  v  roce  2000  byla  kompletně  přepsána  do  ANSI-C  tak,  aby  umožnila  lepší  hardwarovou 
nezávislost. Současně s tím také došlo ke změně licenčních podmínek na komerčně dostupné GNU 
LGPL.  Ke  stažení  jsou  dostupné 2 verze:  původní  1.3.0 a  přepsaná verze 2.0.0 RC1.  Knihovna 
podporuje:
• procesory s Little i Big Endian
• ukládání a načítání







◦ nastavení stínových map
◦ nastavení wievportu
• vyhodnocování animačních klíčových snímků
• moduly pro práci s vektory, quaterniony a maticemi
• snadná integrace s OpenGL
4.6 Základní třídy aplikace
Jelikož  byl  pro  implementaci  zvolen  programovací  jazyk  C++  a  bylo  využito  prvků  objektově 
orientovaného návrhu a implementace, základními  prvky implementace jsou třídy,  které se starají  
o celkový běh aplikace, vykreslování, interakci s uživatelem, evoluční algoritmus, práci s L-systémy 
a  chování  jedinců.  Zde  si  postupně  popíšeme  všechny důležité  části.  Tak jako při  implementaci 
knihovny  pro  grafické  rozhraní  i  zde  byl  kladen  důraz  na  zachováni  multiplatformnosti 
a znovupoužitelnost kódu s jednoduchou hierarchií tříd.
10 Kasper, P.: STL-like C++ tree class: http://tree.phi-sci.com/
11 Lib3ds: http://code.google.com/p/lib3ds/
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4.6.1 Běh aplikace a evoluce
Zřejmě nejdůležitější části implementace je třída GA jenž obsahuje hlavní smyčku programu, která se 
začne vykonávat kolem dokola hned po základní inicializaci globálních proměnných, knihoven SDL 
a OpenGL a grafického rozhraní. Tato třída je odvozena od GUI (viz 4.3) a zajišťuje tak zpracování 
událostí a interakci s uživatelem (popsáno v 3.5). Navíc se také stará o populaci jedinců a vede celý 
evoluční  algoritmus  (viz  3.4).  Obsahuje  tedy metody pro vytvoření  předdefinovaných L-systémů, 
vytvoření počáteční a tvorbu nových populací (viz  3.4.4), ohodnocování jedinů v populaci pomocí 
obou fitness funkcí (viz 3.4.3), určení polohy kořene 3D stromu vůči 2D předloze, uložení výsledku 
evoluce a mnoho podpůrných funkcí.
4.6.2 Vykreslování 3D obsahu
Pro veškerou práci s OpenGL knihovnou slouží třída GLRenderer. První věc, kterou má na starosti, 
je načtení a přeložení GLSL shaderů a vytvoření trojúhelníkové sítě. Trojúhelníková síť je vytvořena 
v několika krocích, kde nejprve se přetrasformuje finální řetězec z L-systému na kostru stromu a tu 
teprve obalí obalovým tělesem. V průběhu obalování se musí spočítat tloušťka stromu v každém bodě 
a také vypočítat souřadnice do textury pro každý vertex trojúhelníkové sítě. Aby na textuře okolo 
větve/kmene nebyl vídět ostrý přechod, je na jednu polovinu válce nanesena normálně a na druhou  
polovinu zrcadlově. I tak ale zůstane viditelný přechod v místě, kde na sebe navazují textury v bodech 
větvení. Nakonec se vytvoří listí okolo větví, které mají menší průměr než jaká je velikost listu, ale  
také s rostoucím průměrem větve se zvedá šance, že se některý list nevytvoří.
4.6.3 L-systémy a jedinci
Práci  s  L-systémem zajišťuje  třída  Grammar.  Tato  třída  má  na starosti  obzvláště  rozgenerování 
gramatiky, kterou obsahuje a obsahuje také množinu všech použitých elementů v gramatice, kterou  
využívali při mutacích jedinci založení na L-systémech. Pravidla jsou uložena ve stromové struktuře 
tak, aby se dalo rychle přistoupit k požadovanému pravidlu podle jeho levé strany.
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Byly  vytvořeny  dva  typy  jedinců,  ačkoli  ve  finální  aplikaci  má  uživatel  přístup  pouze 
k jedincům založeným na řetězcích. Oba typy jsou reprezentovány vlastní třídou, která je odvozena 
od společné bázové třídy Jedinec_base. Tato bázová třída ukládá základní informace o jedincích, 
které  mají  společné,  jako je  třeba ohodnocení  nebo koeficienty ovlivňující  vytvoření  3D stromu. 
Specializované metody pro mutace a kombinace jedinců, stejně tak vlastní genomy jsou pak uloženy 
ve vlastních třídách  Jedinec_str a Jedinec_gr. 
4.7 Ovládání aplikace
Aplikace se ovládá převážně myší s využitím grafického rozhraní, které navádí uživatele v každém 
kroku, ovšem poté co je evoluce dokončena může uživatel z blízka prozkoumat vytvořený strom.  
Otáčení se provádí myší a k posunu slouží klávesy z následující tabulky:
Šipka ← Posun kamery doleva (standardní OpenGL osa X)
Šipka → Posun kamery doprava (standardní OpenGL osa X)
Šipka  ↑ Posun kamery dopředu (standardní OpenGL osa Z)
Šipka  ↓ Posun kamery dozadu (standardní OpenGL osa Z)
Page Up Posun kamery nahoru (standardní OpenGL osa Y)
Page Down Posun kamery dolu (standardní OpenGL osa Y)
Kolečko myši Posun kamery dopředu/dozadu (standardní OpenGL osa Z)
Navíc pokud uživatel chce provádět evoluci na vlastním obrázku, má tuto možnost, ale musí aplikaci 
spustit s parametrem, který určuje název souboru (případně i s cestou), ve kterém je uložený obrázek. 
Aplikace podporuje všechny základní formáty jako je JPEG, PNG, GIF, BMP a podobně. Pokud se 
nepovede nahrát požadovaný obrázek, nahraje se implicitní. Aplikace za chodu vypisuje hodnocení 
jedinců populace v každé generaci, což je výhodné pokud si chceme později vytvořit graf průběhu 
evoluce s nejlepší či průměrnou fitness hodnotou.
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5 Testování
Poslední kapitola se zaměří na testování a ohodnocení navržených a implementovaných postupů. Jak 
již bylo naznačeno, testování probíhalo současně s vývojem a protože několikrát se navržená metoda  
ukázala jako nevyhovující, bylo nutné také několikrát upravit návrh tak, aby bylo možné pokračovat 
ve vývoji. Jelikož evoluce je časově velice náročná, není možné použít kvantitativní metodu sběru dat 
a jejich vyhodnocení, ale místo toho byl každý test zpracován individuálně a následně zasazen do 
kontextu ostatních testů.
Všechno  testování  probíhalo  na  notebooku  s  procesorem Intel  Core  i3-2350M @ 2,3GHz 
s pamětí DDR3 8GB @ 1333MHz a grafickou kartou NVIDIA® GeForce® GT 635M 2GB. Přestože 
doba  vykreslení  3D  stromu  na  grafické  kartě  má  vliv  na  dobu  běhu  evoluce,  časové  nároky 
generování 3D stromu a jeho ohodnocení jsou mnohem důležitější a tedy na rychlost má větší vliv  
rychlost procesoru s pamětí než-li grafická karta. Také celá aplikace běží pouze jako jednovláknová 
a níže  uvedené  časy  běhu  a  počty  generací  je  nutné  chápat  jako  orientační  hodnoty  obzvláště 
z důvodu stochastické povahy genetického algoritmu a případných nepřesnosti měření.  Navíc také 
záleží na tom, zda se vychází z předpřipravených řešení, které konkrétní řešení zvítězí v několika  
prvních generacích anebo zda se generují nová řešení jen z počátčního bodu.
5.1 Příklady testů
Jedna z prvních věcí, co praktické testy odhalily, byl vznik artefaktů pokud se použije pouze jeden 
úhel ohodnocení generovaného stromu. Jak je vidět z  Ilustrace 23 a  25 při čelním pohledu obrys 
stromu odpovídá předloze a díky absenci dynamicky vrhaných stínů a absenci jakéhokoli okolí se tak 
jeví být v pořádku. Při pohledu z jiného úhlu však strom obsahuje artefaky a k předloze má velmi 
daleko. Navíc při těchto testech bylo použito jen 500 generací s váhou fitness funkcí 1:1.
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Ilustrace 22: Předloha Ilustrace 23: 10 jedinců, 500 generací
U takovýchto příkladů, kde jde hlavně o uspokojení obrysu stromu a navíc jen z jedné strany 
můžeme vidět celkem rychlý pokles fitness hodnoty, kde je potřeba přibližně 500 generací pro pokles 
fitness funkce pod 30% původní hodnoty a 1000 generací pro pokles na asi 12% původní fitness. 
Doba běhu pro takovýto test  se  pohybuje  řádově v desítkách minut,  přibližně 20 minut  pro 500 
generací a 40 minut pro 1000 generací (20 až 25 generací za minutu).
Dalším příkladem musí tedy logicky být testování obrysu z více úhlů. Nabízí se otázka z kolika 
úhlu je vhodné strom testovat, tak aby byl rozumně určen poměr mezi časovou náročností a kvalitou 
výsledku. Zřejmé minimum jsou 3 úhly (viz  3.4.3) a hraniční hodnota je 7, nad kterou to již nemá 
smysl. Z praktického pohledu se osvědčilo 3 nebo 5 úhlů. V tomto testu byl nastaven poměr mezi  
fitness funkcemi 1:0, tedy bez porovnávání vnitřní struktury. Jak je z Ilustrace 27 a  28 patrné, jsou 
mnohem více vidět hrubé větve, na které se již neaplikovalo žádné listí nebo je dokonce vidět skrz 
některé části stromu.
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Ilustrace 25: 10 jedinců, 500 generací –  
pohled ze strany a shora
Ilustrace 26: Vývoj fitness v generacích 0-1000
Ilustrace 24: jiná ukázka - 10 jedinců,  
1000 generací
Jak  je  z  výsledku  vidět,  tak  již  v  ostatních  úhlech  nedochází  k  tak  velkým  deformacím 
a přestože bylo  při  testu nastaveno extrémních  4000 generací,  jak je  vidět  z  následujícího grafu,  
výsledná fitness se od poloviny téměř vůbec nemění a stačilo by tedy 1500 až 2000 generací. Vidíme 
opět  pokles  na přibližně 31% za 500 generací  a  pokles  na 13,5% během 2000 generací.  Ovšem 
rychlost  vyhodnocování  se  snížila  na méně  než třetinu,  tedy přibližně 7 generací  za minutu  (4,5 
hodiny na 2000 generací). Z tohoto pohledu je lepší používat jen 3 úhly ohodnocení a je možné tak  
dosáhnout přes 9 generací za minutu.
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Ilustrace 27: 10 jedinců, 4000 generací,  
5 úhlů – čelní pohled
Ilustrace 28: 10 jedinců, 4000 generací,  
5 úhlů – pohled z jiné strany
Ilustrace 29: Vývoj fitness v generacích 0-4000
Posledním příkladem se stejnou předlohou je test s vyšší váhou druhé fitness funkce (HOG).  
V tomto případě šlo o poměr 1:5, opět 10 jedinců v generaci, 2000 genarací a 5 úhlů ohodnocení.
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Ilustrace 30: Čelní pohled Ilustrace 31: Pohled z jiné strany
Ilustrace 32: Pouze větve
Ilustrace 34: Vývoj fitness v generacích 0-2000
Ilustrace 33: Pohled z jiné strany
Na  předchozích  příkladech  byla  demonstrována  funkčnost  na  listnatém  stromu  s  celkem 
pravidelnou  strukturou.  V  takovýchto  případech  se  snadno  skrývají  nedokonalosti  pod  velkým 
množstvím listí.  Pokud je ale vzorem strom bez listí  a evoluce je také tak spuštěna, výsledky již  
nejsou tak příznivé. Velkou roli zde hraje nastavení parametrů, které se může lišit podle vstupního  
obrázku.  Je  to  dáno  mnohem větší  náročností  takového  vyhodnocení/zpracování  a  také  vizuální 
nesrovnalosti není jak maskovat.  Z toho důvodu bylo během testování mnohem více neúspěšných 
pokusů. Ilustrace 36 a 37 vychází ze stejné předlohy, ale jelikož je evoluce stochastický algoritmus,  
na začátku si podruhé vybrala jiný počáteční předpřipravený strom a tedy i výsledek se velice liší.
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Ilustrace 35: Předloha Ilustrace 36: Vygenerovaný strom 1
Ilustrace 37: Vygenerovaný strom 2
5.2 Nepřesnosti evolučního algoritmu
Evoluční algoritmus ne vždy vygeneruje výsledek, který se podobá předloze. Jak již bylo zmíněno, 
největší problémy jsou u stromů bez listí. Na následující ilustraci byl vegenerován strom, který se sice  
obrysem podobá a i tloušťka kmene je přiměřená, ale jeho vnitřní stavba je naprosto odlišná. To může 
být dáno mnoha faktory. Velký vliv může mít nastavení evoluce jako je váha fitness funkcí stejně 
jako počet úhlů ohodnocení či počet generací nebo dokonce zda-li vychází již z předpřipravených 
stromů  anebo  si  vše  generuje  sám.  Ovšem obrovskou  roli  také  hraje  sama  předloha.  Čím více 
komplikovaná předloha, tím větší problémy může mít evoluční algoritmus při hledání podobného 3D 
stromu podle zadaných kritérií. Také pro předlohy bez listí je vhodné nastavit velkou váhu na druhou 
fitness, protože člověk mnohem lépe vnímá stavbu stromu než-li jeho obrys.
Dalším problémem, ke kterému může dojít je, že výsledek se sice podobá předloze a ze všech 
úhlů  splňuje  požadovaný  obrys,  ale  ve  skutečnosti  jsou  velké  nedostatky  kostry  stromu  pouze 
maskovány listím.  Na dalším příkladu je pohled zhora na strom, který sice při pohledu ze strany 
vyhověl fitness funkci, ale dosáhl toho pomocí dlouhé, zahnuté větve kolem stromu.
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Ilustrace 38: Předloha Ilustrace 39: Výsledek
Ilustrace 40: Pohlez shora Ilustrace 41: Pohled bez listí
5.3 Možná řešení a další vývoj
Možných řešení  se  nabízí  několik.  Zřejmý přínos  by mělo,  kdyby  evoluční  algoritmus  měl  více  
počátečních  předpřipravených možností,  ze  kterých  by mohl  vycházet.  Další  možností  je  úprava  
anebo pravděpodobněji přidání dalších typů fitness funkcí, které by ohodnocovaly strom na nějakém 
biologickém základě (mohlo  by jít  o fitness funkci,  která by jedince neporovnávala s  předlohou)  
a pouze  penalizovala  jedince,  kteří  se  vymykají  běžným  konvencím  –  například  jedna  větev  je 
mnohem delší než všechny ostatní. Zjednodušenou verzí by mohlo být pouze statistické zpracování 
délky všech větví jedince bez ohledu na jejich směr. Další možností by bylo extrahovat z předlohy 
příznaky, které by popisovaly vlastnosti stromu lépe než histogram orientovaných gradientů anebo 
upravit či rozšířit možnosti mutací a kombinací jedinců.
Kromě úprav fitness funkcí  se nabízí  začlenit  další  počítačové vidění  a úpravit  uživatelské  
rozhraní  tak,  aby uživatel  nemusel  ručně zadávat  obrys  stromu a  počátek kmene.  Nestačí  ovšem 
automatická detekce stromu na obrázku, ale je nutné automatické vybrání optimálního obrysu stromu. 
V takovém případě by pak bylo možné téměř automatizovat celý proces.
Z  pohledu  grafického  výstupu  by  bylo  vhodné  do  fitness  funkcí  přidat  zpracování  barev 
a možnost, aby vygenerovaný strom mohl obsahovat různobarevné listí na různých částech stromu. 
To by bylo výhodné obzvláště u podzimních stromů,  které mají  listí  mnoha barev,  od žluté přes  
oranžovou a hnědou až po červenou.
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6 Závěr
V této práci  jsem se zabýval  způsoby jak generovat  2D a 3D objekty,  převážně však realisticky 
vypadající  rostliny  a  stromy.  Byly  popsány  teoretické  základy  ohledně  formálních  gramatik,  
L-systémů  a  evolučních  algoritmů.  Dále  se  práce  věnovala  některým praktickým přístupům  při 
generování a zpracování předlohy. 
Kromě studijní části, práce obsahuje také návrhovou a implementační část, kde byla navržena 
aplikace pro generování 3D stromu a v ní otestovány zvolené přístupy. Pro generování kostry stromu  
bylo využito Lindenmayerových systémů (tzv. L-systémy) a převod jejich výsledků na kostru pomocí 
tzv.  želví  grafiky  rozšířené  do  3D  prostoru.  Pro  tvorbu  3D  tělesa  stromu  byly  navrženy 
a implementovány dva algoritmy. První algoritmus, založený na implicitních plochách a Marching 
cubes se ukázal jako nedostatečné řešení i přes pokusy s jeho optimalizací pomocí octree z důvodu 
velké  paměťové  a  časové  náročnosti.  Druhý algoritmus,  založený na  vykreslování  malých  válců 
a jejich spojování, se ukázal být mnohem efektivnější a dokázal vykreslit stromy složené z mnoha 
tisíc dílů a také jejich texturování je mnohem jednodušší.
Další  část  návrhu  a  implementace  se  zabývá  evolučním  algoritmem,  reprezentaci  jedinců 
a jejich mutacemi  a křížením.  I zde byly otestovány 2 přístupy jak ukládat jedince ať už formou 
celého  L-systému  anebo  pouze  jako  řetězec  znaků,  což  se  ukázalo  jako  efektivnější  varianta.  
Nedílnou součástí všech evolučních algoritmů je fitness funce, která byla implementována ze dvou 
samostatných částí, kde každá ohodnocuje jedince podle vlastních kritérií.
Výsledný  program byl  implementován  jako  aplikace  s  grafickým uživatelským rozhraním 
a využívá pouze volně dostupné multiplatformní knihovny jako je SDL, OpenGL, OpenCV a další.  
Aplikace tak na vstupu podporuje všechny běžné formáty obrazu a na výstupu ukládá obrázky do 
PNG a 3D modely stromů do 3DS nebo OBJ formátu.
Hlavním přínosem vytvořené aplikace je, že dokáže napodobit vstupní data ve 2D a vytvořit  
podle  nich  3D  model,  který  se  jim  vizuálně  podobá.  Hlavním  omezením  je  rychlost  takového 
převodu, kterou by do budoucna mohla několikanásobně vylepšit paralelizace evolučního algoritmu 
anebo o několik jednotek, možná až desítek procent urychlit další optimalizace nebo zjednodušení  
ohodnocování jedinců či generování stromů. Dále v práci byla popsána celá řada možných rozšíření  
a to jak ve vylepšení finální grafické podoby vygenerovaného stromu, tak v oblasti ohodnocování 
jedinců, kde by bylo vhodné doplnit další kritéria ohodnocení.
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