Abstract. Verification and simulation have always been complementary, if not competing, approaches to system design. In this paper, we present a novel method for so-called metric transition systems that bridges the gap between verification and simulation, enabling system verification using a finite number of simulations. The existence of metrics on the system state and observation spaces, which is natural for continuous systems, allows us to capitalize on the recently developed framework of approximate bisimulations, and infer the behavior of neighborhood of system trajectories around a simulated trajectory. For nondeterministic linear systems that are robustly safe or robustly unsafe, we provide not only a completeness result but also an upper bound on the number of simulations required as a function of the distance between the reachable set and the unsafe set. Our framework is the first simulation-based verification method that enjoys completeness for infinite-state systems. The complexity is low for robustly safe or robustly unsafe systems, and increases for nonrobust problems. This provides strong evidence that robustness dramatically impacts the complexity of system verification and design.
Introduction
Given a system model and a desired specification, system designers rely on both analysis and simulation methods. Simulation-based approaches ensure that a finite number of user-defined system trajectories meet the desired specification. Even though computationally inexpensive simulation is ubiquitous in system design, it suffers from completeness as it is impossible or impractical to test all system trajectories. Furthermore, simulation-based testing is semi-automatic since the user must provide a large number of test cases. On the other hand, automated verification methods enjoy completeness by showing that all system trajectories satisfy the desired property. Despite great progress on verification tools for discrete software and hardware systems, the algorithmic complexity of verification tools makes them applicable to smaller scale problems.
The gap between simulation and verification is more extreme when considering systems with infinite states, such as continuous or hybrid systems. Whereas traditional simulation techniques for discrete and continuous systems can be naturally extended for hybrid systems [1] [2] [3] , verification techniques have been much more challenging to extend due to the complexity of computing reachable sets for continuous systems. This has resulted in a variety of computationally intensive approaches for hybrid system verification using predicate abstraction [4, 5] , barrier certificates [6] , level sets [7] , and exact arithmetic [8] . Even though these approaches can handle low-dimensional hybrid systems, for the class of uncertain linear systems, promising scalable results have been obtained using zonotope computations [9] .
In this paper, we present a novel method that bridges the gap between verification and simulation methods, enabling system verification using a finite number of simulations. This is achieved for so-called metric transition systems, that are transition systems that are equipped with metrics on the system state and observation spaces. Whereas choosing metrics may not be natural for purely combinatorial discrete problems, they are very natural for continuous and hybrid systems. Having a notion of distance between states and observations, enables us to build on the recently developed framework of approximate bisimulation metrics [10] [11] [12] [13] . Bisimulation metrics measure how far two states are from being bisimilar, thus enabling the quantification of error between trajectories originating from approximately bisimilar states.
Equipping transition systems with bisimulation metrics enables the development of a simulation-based verification algorithm by inferring the behavior of neighborhood of system trajectories around a simulated trajectory, resulting in more robust simulations. By appropriately sampling the set of initial states, we can verify or falsify the desired property for all system trajectories. The more robust the simulations, the less simulations we have to perform. The pre-computed bisimulation metric is used for automatically guiding the choice of trajectories that will be simulated.
For the class of metric transition systems generated by nondeterministic linear systems that are robustly safe or robustly unsafe, a completeness result is provided. Our framework is the first simulation-based verification method that enjoys completeness for continuous systems. Furthermore, we obtain an upper bound on the number of simulations required as a function of the distance between the reachable set of the system and the unsafe set. Naturally, the complexity of our approach is low for robustly safe or robustly unsafe systems, and increases for nonrobust problems. This provides strong evidence that robustness dramatically impacts the complexity of system verification and design.
Bisimulation metrics for transition systems
We consider the class of metric transition systems defined as follows:
Definition 1 (Metric transition system). A transition system with observations is a tuple
A metric transition system is therefore a possibly nondeterministic transition system equipped with metrics for states and observations. A transition (q, q ) ∈→ will be denoted q → q . The successor map is defined as the set valued map given by ∀q ∈ Q, Post(q) = {q ∈ Q| q → q } .
We assume the set of initial values Q 0 is a compact subset of Q and for all q ∈ Q, Post(q) is a compact subset of Q. A state trajectory of T is a finite sequence of transitions, q 0 → · · · → q k , where q 0 ∈ Q 0 . For N ∈ N, S N (T ) denotes the set of state trajectories of length less or equal to N . The reachable set of T within N transitions is the subset of Π defined by:
An important problem for transition systems is the safety verification problem which asks whether the intersection of Reach N (T ) with an unsafe set U ⊆ Π is empty or not. When considering metric transition systems, more robust (i.e. quantitative) versions of this property can be formulated:
Definition 2. A metric transition system T is robustly safe if there exists
and is robustly unsafe if there exists δ > 0 such that From a bisimulation relation, we can construct an equivalent (but smaller) transition system T defined on the quotient set of states Q/ ∼. Particularly, the reachable sets of T and T are equal and therefore the safety verification problem of both systems are equivalent though much simpler to solve for T . For transition systems with an infinite number of states such as those generated by dynamical and hybrid systems, exhaustive simulation is generally not possible. Extensions of the notion of simulation and bisimulation relations have recently been developed [15] [16] [17] . Though simpler, the quotient system generally still has an infinite number of states for which exhaustive simulation would require to compute an infinite number of trajectories. In the following, we show that an approach based on the computation of a finite number of trajectories is possible using more robust relations defined by metrics.
Definition 4 (Bisimulation metric). A continuous function
and if in addition, there exists λ > 1, such that for all q 1 , q 2 ∈ Q,
The notion of bisimulation metrics extends the notion of bisimulation relations. A bisimulation metric measures how far two states are from being bisimilar:
The zero set of a bisimulation metric is a bisimulation relation.
Remark 2. The branching distance defined in [10] and [11] as the smallest function (but not necessarily metric) d satisfying the functional equation:
is a bisimulation metric. Moreover, we have shown [11] that it is the smallest (or minimal) bisimulation metric which is the analog for metrics of the largest (or maximal) bisimulation relation for relations. Though it is possible to compute the minimal bisimulation metric for systems with a finite number of states [10] , it becomes more problematic for systems with an infinite number of states. In that case, the relaxed conditions of Definition 4 allows to make computations easier [12, 13] .
Given a bisimulation metric d B , we define state neighborhoods associated to this metric. For all q ∈ Q and δ > 0,
3 Simulation-based reachability computation
In this section, we show that for metric transition systems equipped with a bisimulation metric, we can compute an approximation (with any desired precision) of the reachable set of a metric transition system by simulating a finite number of its state trajectories. Let us assume that we have a discretization function Disc which associates to a compact set C ⊆ Q and a real number ε > 0, a finite set of points
Since d B is assumed to be continuous, such a function always exists 1 . The reachable set of T can then be approximated with arbitrarily precision using a finite set of simulations, i.e. by computing a finite number of state trajectories of T . Let δ > 0 be the desired precision of approximation for the reachable set. Let ε be a discretization parameter such that δ ≥ δ/λ + ε. First, start with the discretization of the set of initial states of T , P 0 = Disc(Q 0 , δ). Then, we compute some state trajectories of T from the following iteration:
Theorem 1. Let us consider the finite set
Reach δ,ε N (T ) = {π ∈ Π | ∃q ∈ P N , q = π}.
Then, the following inclusions hold
Proof. The first inclusion is obvious since P N is obtained from simulations of
Recursively, we can show that there exists
Then, from equation (1), we also have d Π ( p k , q k ) ≤ δ which finally leads to the second inclusion.
If we assume that the number of elements Disc(Post(q), ε) is always greater than an integer r > 1, then the set P N contains O(r N ) elements. Then, the number of trajectories that we need to compute grows exponentially with the time horizon N . To overcome this problem and design a more efficient reachability algorithm, one can think of using an approach similar to the systematic simulation algorithm proposed in [2] . The main idea consists in merging, at each iteration, neighbor states in P i . The algorithm in [2] used general ellipsoidal neighborhoods and requires several ellipsoidal operations at each step to determine which states need to be merged. An implementation of this method with neighborhoods associated to the bisimulation metric seems promising and will be explored in the future.
Simulation-based safety verification
The method presented in the previous section can be dramatically improved in the context of safety verification. First, it is seldom the case that we need a uniform approximation (in space) of the reachable set. Whereas the previous approach uniformly covers the reachable set with δ neighborhoods, an approach allowing rough approximations where it is possible (i.e. far from the unsafe set) and an accurate estimation where it is necessary (i.e. near the unsafe set) would definitely give more accurate results for equivalent computations. Second, if the approximation with δ neighborhoods does not allow concluding the safety of the transition system T , the previous approach does not give any guidance for refining our approximation other than choose a smaller δ and start over. Motivated by these two remarks, we propose an algorithm for safety verification for the class of metric transition systems generated by discrete-time linear systems of the form:
where U is a compact subset of R m and I is a compact subset of R n . The input u(.) is to be thought as a disturbance rather than a control.
Remark 3.
The distance between the reachable set of a continuous-time system and the reachable set of its sampled version can be quantified. The presented approach can therefore be adapted for safety verification of a continuous-time system at the expense of a quantifiable error.
Bisimulation metrics for linear systems
In the spirit of [16] , the linear system can be written as a nondeterministic transition system T = (Q, →, Q 0 , Π, . ) where -the set of states is Q = R n , -the transition relation is given by
-the set of initial states is Q 0 = I, -the set of observations is Π = R p , -the observation map is given by x = Cx.
The set of states and observations are equipped with the traditional Euclidean metric. Our approach requires a bisimulation metric for our transition system. Following [12] , we search for bisimulation metrics of the form:
where M is a positive semi-definite symmetric matrix. 
Then, the function d B (x 1 , x 2 ) given by equation (3) is a bisimulation metric.
Proof. It is clear that d B is pseudo-metric. The linear matrix inequality (4) implies that
The linear matrix inequality (5) implies that for all u ∈ U ,
Thus, a bisimulation metric can be computed by solving a set of linear matrix inequalities which can be done efficiently using semi-definite programming [18] . Moreover, for the class of asymptotically stable linear systems, bisimulation metrics of the form (3) are universal.
Theorem 3. If Σ is asymptotically stable (i.e. all the eigenvalues of A lie inside the open unit disk), then there exists a bisimulation metric of the form (3).
The proof is omitted here but a similar result has been proved in [12] .
Safety verification algorithm
Let T be a metric transition system generated by a stable discrete-time linear system and d B a bisimulation metric of form (3). We propose a safety verification algorithm consisting of two main phases. First, by simulating a single trajectory of T , we compute a rough finite-state abstraction T A of our transition system. Then, the algorithm automatically decides which new trajectories need to be simulated (choice of the initial value and of the sequence of inputs) in order to refine the abstraction T A and conclude the safety of T . The states of our abstraction are of the form q = (x, µ) with x ∈ R n and µ ≥ 0 and should be thought of as representing the points of the neighborhood N B (x, µ). The abstraction of T is a transition system
A ) where the set of states Q A is a finite subset of R n × R + , the set of observations is Π A = Π and the observation map is given by (x, µ) A = x . We also need a set Q safe ⊆ Q A consisting of safe states of T A . Algorithm 1 shows the structure of our safety verification algorithm. In the following, each step of the method is detailed. The second step consists in inserting safe states in Q safe . A state (z i , µ i ) of the abstraction is safe if N Π ( z i , µ i ) ∩ U = ∅ (i.e. it is safe now) and its succesors are safe (i.e. it is safe in the future). We start from the state
We repeat this procedure for (z N −1 , µ N −1 ) and so on until we find (z N , µ N 
Refinement operation: state splitting. If the initial abstraction is not sufficient to conclude safety (Q A = Q safe ) or unsafety (Reach N (T A ) ∩ U = ∅) then the abstraction needs to be refined by splitting states. Let ρ ∈ (0, 1) be a refinement parameter that determines how many states result from state splitting; the smaller ρ, the more new states are inserted in the abstraction. For simplicity, we assume that all the states in Q A \ Q safe have at most one predecessor for the transition relation → A 2 . We split any state q 0 = (z 0 , µ 0 ) ∈ Q A \ Q safe according to the following procedure. State splitting is illustrated on Figure 1 .
The first step consists in splitting the state q 0 into several states. If q 0 is an initial state (i.e. q 0 ∈ Q A,0 ), then let µ 0 = ρµ 0 and {z 
We update Q A and → A , so that each sequence of transitions of the form
∈ Q safe is replaced by r sequences: 
The main idea is that since we already know that (z k+1 , µ k+1 ) is safe, there is no need to split this state.
Finally, we update the set of safe states Q safe . For each new state (z, µ) of T A , if all its successors are safe and N Π ( z , µ) ∩ U = ∅, then we insert (z, µ) in Q safe . The same process is repeated for the predecessor of (z, µ). At each iteration of the main loop of Algorithm 1, we choose a set S ⊆ Q A \Q safe of states to be split according to a refinement policy. Then, we apply state splitting to each state in S. The order in which we split the elements of S is in backward manner, that is we split an element q of S if all the states q ∈ S such that q → A · · · → A q have already been split. The refinement procedure defined by state splitting is such that after each refinement, the states q which remain in Q A \ Q safe are those for which there exists a sequence of transitions q → A · · · → A q such that q = (z , µ ) and N Π ( z , µ) ∩U is not empty. This means that all states of Q A \Q safe are states which potentially lead to an unsafe state. Since only these states are refined, this approach is similar to counterexample guided abstraction refinement [19, 4, 5] .
Soundness and Completeness. Before stating results on soundness and completeness of Algorithm 1, we need two approximation results. /λ and u 0 , . . . , u k−1 (respectively v 0 , . . . , v k−1 ) is the sequence of inputs associated to the trajectory
Lemma 1. Let T A be an abstraction of T obtained from the initial abstraction by a finite sequence of state splittings, let
Hence, it is clear that the property holds for the initial abstraction. Let us assume that it holds after a finite sequence of refinements, and let
. We apply state splitting to an element q ∈ Q A \ Q safe . If (z k , µ k ) was in Q safe before state splitting, then it is clear that the first assertion of the lemma still holds after state splitting. Let us assume that (z k , µ k ) is not in Q safe and that the second assertion of the lemma holds before state splitting. Particularly, it can be shown by induction that
is still a trajectory of T A after state splitting and one of the two assertions of the lemma holds. If q = (z i , µ i ) (for some i ∈ {1, . . . , k}, the case i = 0 being similar), then after state splitting, we know by construction that there exists a trajectory of
Therefore, one of the assertions of the lemma holds after state splitting. Hence, Lemma 1 is proved by induction.
Theorem 4. Let T A be an abstraction of T obtained from the initial abstraction by a finite sequence of state splittings. Let us define the following set
Reach N (T A ) = {π ∈ Π| ∃(z, µ) ∈ Q A , d π ( z , π) ≤ µ}.
Then, the following inclusions hold
Proof. The first inclusion is obvious because the states of the abstraction are computed by simulation of T . Let π ∈ Reach N (T ) and
such that one assertion of the lemma holds. Let us remark that in both cases, we have
The following soundness result is straightforward: We can see that the more robust with respect to the safety property a system is, the less refinements are needed resulting in fewer computations and easier safety verification. Note that particularly, ifμ 0 ≤ δ, no refinement is needed to decide wether T is safe or unsafe. This is an important advantage of the method.
In practice, it is seldom necessary to apply state splitting to all the states of the abstraction. Moreover, we have seen that applying state splitting to states that are separated by a large number of transitions of a state in Q safe may result in a large increase of the number of states in Q A . Hence, from this point of view it is better to apply state splitting to states that are within a small number of transitions from elements in Q safe . A different refinement policy can be defined by S = P(Q A , p) which consists of the states q = (z, µ) ∈ Q A such that there exists a sequence of transition of the form q → A q 1 → A · · · → A q k with q k ∈ Q safe and k ≤ p. Note that for this refinement policy, Theorem 6 does not hold even if Algorithm 1 shows better performances in practice. For theoretical completeness, we can use a refinement policy which alternates S = P(Q A , p) and S = Q A \ Q safe . In that case, a result similar to Theorem 6 holds.
Remark 5. It is clear from Lemma 1 that the abstraction T A not only allows to approximate the reachable set of T but also its language. This is strong evidence that our approach can be generalized for the simulation-based verification of more complex properties such as those expressible in linear temporal logic [14] .
Experimental results
Let us consider the following continuous-time linear system:
For piecewise constant inputs with sampling period τ = 0.1, the sampled system dynamics are given by 
, T denotes the associated metric transition system. The safety property we want to check is wether the reachable set Reach 20 (T ) intersects the set {y ≤ θ} or not. In order to apply our safety verification algorithm, we need to compute a bisimulation metric. This is done by solving linear matrix inequalities (4) and (5). Our safety verification algorithm has been implemented in MATLAB and used for several values of the parameter θ with the refinement parameter and the refinement policy S = P(Q A , 5). Figure 2 represents the over approximation of the set reachable by x 1 and x 2 computed by our algorithm for different values of θ. We can see that as the value of θ becomes larger, the system becomes less robustly safe and our overapproximation of the reachable set needs to be more precise. Let us remark that the state-splitting is effectively applied where it is needed, that is where the reachable set is close to the unsafe set. The results of our computations are presented in Figure 3 . Experimentation confirms what we expected from Theorem 6. Indeed, we can check that if the system is very robust with respect to the safety property, the safety verification is performed using only one simulation and takes less than a second. As the system safety becomes less robust, the algorithm needs more time to decide if the system is safe or unsafe. On Figure  3 , this is visible and we can expect that the curves of the CPU time and of the number of refinement loops have a vertical asymptote for some critical value of θ.
Conclusion
In this paper we presented a simulation-based framework for verifying the safety of metric transition systems. Our algorithm critically relies on recently developed bisimulation metrics which can be used to approximate arbitrarily close (table) . Number of refinement loops needed by Algorithm 1 and CPU time in logarithmic scale against the parameter θ ( figure) .
the reachable set of metric transition systems by simulating a finite number of trajectories. For metric transition systems generated by nondeterministic linear systems, we proposed a safety verification algorithm which is complete for systems that are robustly safe or robustly unsafe. Future research will focus on lifting the completeness of the safety verification algorithm to general metric transition systems, including classes of hybrid systems.
