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Abstract 
DNA self-assembly is the most advanced and versatile system that has been experimentally demonstrated for 
programmable construction of patterned systems on the molecular scale. It has been demonstrated that the simple 
binary arithmetic and logical operations can be computed by the process of self assembly of DNA tiles. Here we 
report a one-dimensional algorithmic self-assembly of DNA triple-crossover molecules that can be used to execute 
five steps of a logical NAND and NOR operations on a string of binary bits. To achieve this, abstract tiles were 
translated into DNA tiles based on triple-crossover motifs. Serving as input for the computation, long single stranded 
DNA molecules were used to nucleate growth of tiles into algorithmic crystals. Our method shows that engineered 
DNA self-assembly can be treated as a bottom-up design techniques, and can be capable of designing DNA computer 
organization and architecture. 
 
© 2011 Published by Elsevier Ltd. Selection and/or peer-review under responsibility of [name organizer] 
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1.Introduction 
DNA self-assembly is a methodology for the construction of molecular scale structures. In this method, 
artificially synthesized single stranded DNA self-assemble into DNA crossover molecules (DNA tiles). 
These DNA tiles have sticky ends that preferentially match the sticky ends of certain other DNA tiles, 
facilitating the further assembly into tiling lattices. DNA self-assembly, using only a small number of 
component tiles, can provide arbitrarily complex assemblies. In those decades, the potential of DNA self-
assembly has been widely developed in the fields of molecular computing, biophysics, nanotechnology 
and so on. It has important significance especially for the development of DNA nanotechnology. The 
rapid emergence of DNA nanotechnology in recent years has aroused much excitement among scientists 
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due to DNA self-assembly, as the most advanced and versatile system, which has been experimentally 
demonstrated for programmable construction of patterned systems on the molecular scale, and further 
-scale conventional silicon-
based integrated circuits. 
In traditional silicon-based digital computer, the hardware circuits consist of the different kinds of 
logical gates circuits, and digital logic circuit is the basis for digital computer architecture. In a sense  
that molecular logic gates built by DNA tiles could be considered as the basic structure of the DNA 
computer. In this contribution, we will focus on construction of theoretical models on the logical NAND 
and NOR operations based on the algorithmic of DNA self-assembly. 
The paper is organized as follows. Section II briefly reviews the Boolean logic, followed by, in Section 
III, the introduction of programming self-assembly of DNA tiles. In Section IV, we describe in detail the 
theoretical model of the common molecular logical NAND and NOR operations. Finally, we conclude in 
Section V with a brief discussion. 
2.Boolean logic 
Boolean logic, developed by George Boole, is often used to refine the determination of system status or 
to set or clear specific bits. Boolean logic is simply a way of comparing individual bits. It uses what are 
called operators to determine how the bits are compared. Boolean logic is always used for circuits design 
in electrical engineering, in which 0 and 1 may represent the two different states of one bit in a digital 
circuit, typically high and low voltage. Circuits are described by expressions containing variables, and 
two such expressions are equal for all values of the variables, if and only if, the corresponding circuits 
have the same input-output behavior. Furthermore, every possible input-output behavior can be modeled 
by a suitable Boolean expression. 
2.1.Logical NAND Operation 
Logical NAND, for Not And, sometimes denoted by a sym
operation that is equivalent to the negation of the conjunction operation, expressed in ordinary language 
AND, it is one of the two functionally complete binary operators of propositional logic. The NAND 
operation is of particular significance to computer designers since any Boolean expression can be realized 
by an expression using only the NAND operation. 
The logical NAND operation implements logical conjunction, which behaves according to the truth 
table (see Table I). The NAND operation with inputs x1 and x2 and output y implements the logical 
expression y=¬(x1 x2). 
Table I TRUTH TABLE OF NAND GATE 
Input Output 
x1 x2 y=¬(x1 x2) 
0 0 1 
0 1 1 
1 0 1 
1 1 0 
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2.2.Logical NOR Operation 
The logical NOR operation or Inclusive-NOR operation is a combination of the digital logical OR 
operation with that of an inverter or NOT operation connected together in series. The NOR (Not-OR) 
operation has an output that  
any of its inputs are at logic level  of 
the OR operation. The NOR operation is of particular significance to computer designers since any 
Boolean expression can be also realized by an expression using only the NOR operation. 
The logical NOR operation implements logical disjunction, which behaves according to the truth table 
(see Table II). The NOR operation with inputs x1, x2 and output y implements the logical expression 
y=¬(x1 x2). 
Table II TRUTH TABLE OF NOR GATE 
Input Output 
x1 x2 y=¬(x1 x2) 
0 0 1 
0 1 0 
1 0 0 
1 1 0 
3.Programming self-assembly of dna tiles 
We now focus on a common self-assembly approach: Computation by self-assembly. In this case, self-
assembly is the spontaneous self-ordering of substructures into superstructures driven by annealing of 
Watson-Crick base-pairing DNA sequences. Computation by self-assembly entails the building up of 
superstructures from starting units such that the assembly process itself performs the actual computation. 
Adleman made use of a simple form of computation by self-assembly in his original experiment [1]: 
instead of blindly generating all possible sequences of vertices; The oligonucleotide sequences and the 
logic of Watson-Crick complementarity guide the self-assembly processes so that only valid paths are 
generated. Winfree [2] generalized this approach to two-dimensional self-assembly processes and showed 
that computation by self-assembly is Turing-universal. Jonoska et al. proposed the use of self-assembled 
DNA nanostructures to solve NP-complete problems [3].  
Programming self-assembly of DNA tiles amounts to the design of the pads of the DNA tiles. The use 
of pads  relation of tiles in the final assembly to 
be intimately controlled, thus the only large-scale superstructures formed during assembly are those that 
encode valid mappings of input to output. Consequently, the approach for executing Boolean logical 
operations by using algorithmic of DNA self-assembly essentially contains the following steps. (i) mixing 
the input oligonucleotides to form the DNA tiles, (ii) allowing the tiles to self-assemble into 
superstructures, (iii) ligating strands that have been co-localized, and (iv) then performing a single 
separation to identify the correct output. 
4.Theoretical model of the common molecular logical operations 
A variety of different DNA tile types have been used in previous assemblies, including DNA double-
crossover molecules [4], DNA triple-crossover molecules [5], and parallelograms produced from Holliday 
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junction analogues [6]. Mao et al. had made the first experimental demonstrations of computation using 
DNA tile assembly [7]. It demonstrated a 1-layer, linear assembly of triple-crossover molecules (TX tiles) 
that executed a bit-wise cumulative XOR computation. In this computation, n bits are input and n bits are 
output, where the ith output is the XOR of the first i input bits. This is the computation occurring when 
one determines the output bits of a full-carry binary adder circuit. The success of this experiment 
indicates that it is possible to use DNA components to do algorithmic assembly. Here we use the 
following modified triple-crossover molecules, whose structure is illustrated in Figure 1. 
 
Figure 1. The modified triple-crossover molecular structure 
The molecule contains three DNA single strands (shown in red, green, and purple) that self-assemble 
through Watson-Crick base pairing to produce three double helices in a roughly planar arrangement, and 
they have three sticky ends at the three corners, each double helix is connected to adjacent double helical 
domains at two points in which their strands cross over between them. Notice a single DNA strand 
(colored red) passing from the bottom left to the top right of the tile.   
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Figure 2. Component tiles for performing logical NAND operation 
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Figure 4. Self-assembly process of logical NAND operation 
The ends of the central double helix are closed by hairpin loops, but the other helices can terminate in 
sticky ends containing informa-tion that directs the assembly of the tiles. 
4.1.Logical NAND Operation 
 Component Tiles for Logical NAND Operation: The tiles illustrated in Figure 1 are represented 
schematically as in Figure 2, which are used to perform the logical NAND operation. The three 
helices are depicted as connected rectangular forms terminating in sticky ends, which are 
represented as geometrical shapes, which are drawn flush. The three helical domains are drawn as 
rectangles, flanked by sticky ends shown as geometrical triangle shapes. The value of each tile is in 
the upper-right rectangle. The meaning of each sticky end is also indicated. The figure shows the 
two x tiles (blue), the four y tiles (yellow), and the initialization corner tiles, c1 and c2 (green). 
Based on the logical NAND operation, we propose a gener- al schema for the computation of the 
modified TX tiles. The tiles code the truth table of the NAND operation (Table I). The NAND consists of 
a series of Boolean inputs x1, x2 xn and a series of Boolean outputs y1, y2  yn, where x1= y1, and for 
i >1, y1=1 yi=¬(xi yi-1). The value of any yi in these calculations also reports the even or odd parity of the 
first i values of x. Thus, two different kinds of input x tiles are needed, one whose value is 0 and a second 
d by the 
presence of a restriction site: Pvu II (CAGCTG) represents 0 and EcoR V (GATATC) represents 1.  
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Figure 3. Component tiles for performing logical NOR operation 
 Yanfeng Wang et al. /  Physics Procedia  33 ( 2012 )  954 – 961 959
 
c1
c2
x1
x2
x3
x4
x5
    0
    0
    1
    1
c1
c2
x1
x2
x3
x4
x5
    0
    0
    1
    1
0
y1
y2
c1
c2
x1
x2
x3
x4
x5
    0
    0
    1
    1
1
y1
y2
y3
y4
y5
0    0
0                0
    1
0
1                0
    1
    0
1                1
0                0
    0
0                1
    0
0                0
1                1
 
Figure 5. Self-assembly process of logical NOR operation 
The x tiles are shown in blue in Figure 2, their value  (0 or 1) is shown in their upper-left rectangle, the 
upper-left sticky end reports this value, and the upper-right and lower-left sticky ends provide the means 
of connecting successive x tiles. These sticky ends are shown as geometrically complementary, as they 
would be for a general set of 16 parallel calculations. However, to demonstrate the efficacy of the 
procedure, the calculations performed here are definite five-bit calculations for which the order of the 
input x tiles is specified exactly by a series of different sticky ends. 
Like x tiles, two values of y tiles are necessary, again representing 0 and 1. However, there are two 
ways to get each of these results: the value of a y tile can be 1 either because both inputs are 0 or because 
the value of one input is 0 and the other is 1, or vice versa. Likewise, the value of a y tile can be 0 because 
both are 1. Thus, four different y tiles are needed according to the requirement. 
The y tiles are shown in yellow in Figure 2. The tile values again are displayed on the upper-right 
domain, and reported by the sticky end on the right of the upper domain. The two inputs are derived from 
the sticky ends on the left (yi-1) and right (xi) of the bottom domain. Note that the same sticky end in the 
input domain represents a given input, independence of the other end. For example, the right-side sticky 
end xi =1 has the same shape (sticky end) regardless of whether the left-side sticky end represents yi-1=0 
(leading to a tile value of 1) or    yi-1=0  (leading to a tile value of 0). For simplicity, they are labeled with 
the values, as shown in Figure 2. There are only two different left sticky ends in the input (bottom) 
domain, and similarly only two different right sticky ends. Consequ-ently, both sticky ends on each tile 
must pair correctly for the proper tile to be inserted in the assembly. 
 Self-assembly Process of Logical NAND Operation: According to component tiles, one NAND 
related self-assembly have been performed, and illustrated in Figure of the x and y tiles, two corner 
tiles, c1 and c2 (green in Figure 2) which are used to initialize the two values of x1 and y1, and to 
connect the input to the output. The values of each tile are the same as in Figure 2, and the sticky 
ends are the same, although the labels have been omitted for clarity. The tiles are shown assembled 
to perform NAND calculation. We note the complementarity of sticky ended association at each 
molecular interface, the sequences are complementary, but not self-complementary. The operations 
are designed to proceed from lower left to upper right, because the x1 and c1 and c2 tiles have longer 
sticky ends than the y tiles. After the first y tile has been added, x1=0, for both arrays, so y1=1. In the 
next step, the array in Figure 2 contains x2=0: because x2=0, y1=1, y2=¬(x2 y1)=1. Because x3=1, 
y2=1, y3=¬(x3 y2)=0. x4=1, y3=0, y4=¬(x4 y3)=1. At last, x5=1, y4=1, y5=¬(x5 y4)=0, as shown. 
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After five transition steps, the self-assembly is completed. The self-assembly in Figure 4 has the 
inputs  x1=x2=0and x3=x4=x5=1. These correspond to output values of  y1=y2=y4=1and y3=y5=0. 
Note that for i > 1, the sticky ends on the bottom domain of each yi tile complement those on the yi-1 
tile on its left and the tile xi on its right. The (yellow) output layer then assemble specifically starting from 
the bottom left using the inputs from the blue layer. The tiles were designed such that an output reporter 
strand ran through all the n tiles of the assembly by bridges across the adjoining pads in input and output 
tiles. This reporter strand was pasted together from the short DNA sequences within the tiles using 
ligation enzyme. When the solution was warmed, this output strand was isolated and identified. The 
output data was read by experimentally determining the sequence of cut sites. In principle, the output 
could be used for subsequent computations. 
4.2.Logical NOR Operation 
 Component Tiles for Logical NOR Operation: The schema for the computation of the modified TX 
tiles. The tiles code the truth table of the NOR operation (Table II). The NOR consists of a series of 
Boolean inputs x1, x2 xn and a series of Boolean outputs y1, y2  yn, where x1= y1, and for i>1, 
y1=1, and for i > 1, yi=¬(xi yi-1). Other is the same as the logical NAND operation. 
The x tiles (blue) and the initialization corner tiles, c1 and c2 (green) are shown in Figure 3. Their 
specific structures are the same as the previous tiles of logical  NAND operation. The y tiles are shown in 
yellow in Figure 3. The tiles are different from the logical NAND tiles. The tile values again are 
displayed on the upper-right domain, and this value is reported by the sticky end on the right of the upper 
domain. The two inputs are derived from the sticky ends on the left (yi-1) and right (xi) of the bottom 
domain. We note that the same sticky end in the input domain represents a given input value, independent 
of the other end. For example, the right-side sticky end  xi=0 has the same shape (sticky end) regardless of 
whether the left-side sticky end represents yi-1=0 (leading to a tile value of 1) or yi-1=1 (leading to a tile 
value of 0). Both sticky ends on each tile also comply with the rules that correct tiles are participating 
with partially correct tiles. 
 Self-assembly Process of Logical NOR Operation: Basing on the component tiles, we also have 
performed one NOR related self-assembly, illustrated in Figure 5. The one-dimensional template is 
also arbitrary, and consists of the x  and y  tiles, two corner tiles, 1c  and 2c  (green in Figure 2). 
The NOR operation are also same with the NAND operation which proceeds from lower left to 
upper right, because the x1 and c1 and c2 tiles have longer sticky ends than the y tiles. After the first 
y tile has been added, x1=1, for both arrays, so  y1=0. In the next step, the array in Figure 5 contains 
x2=0: because x2=0, y1=0, y2 should be 1. Because x3=0, y2=1, y3 should be 0. x4=1, y3=0, y4 should be 
0. At last, x5=0, y4=0, y5 should be 1. The self-assembly in Figure 5 has the inputs  x1 = x4=1 and  x2 = 
x3= x5=0. These correspond to output values of  y1 =  y3= y4= 0 and  y2= y5= 1. 
4.3.Solution Extraction 
Once the self-assembly has occurred, it is necessary to extract the solution. For this purpose, each 
molecular tile contains a reporter strand, which traverses the tile in a diagonal pathway, the reporter 
strand is illustrated as a thick red strand in the tile, which is an x-type tile. Following self-assembly, the 
reporter strands are ligated to each other to produce a long reporter strand that contains the inputs and 
outputs of the calculation. The ligated long reporter strand in the vicinity of the corner of the assembly is 
shown as a thick black strand on the molecular diagram in Figure 6. The three TX tiles join diagonally. 
For extracting the solutions, the tiles were first assembled individually from their component strands by 
cooling slowly from 90 to room temperature, as done in [7]. The output in this case was read by 
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determining which of two possible cut sites (endonuclease cleavage sites) were present at each position in 
the tile assembly. This was executed by first isolating the reporter strand, then digesting separate aliquots 
with each endonuclease separately and the two together, finally these samples were examined by gel 
electrophoresis and the output values were displayed as banding patterns on the gel. Another method for 
output is the use of atomic force microscope (AFM) observable patterning. The patterning was made by 
designing the tiles computing a bit 1 to have a stem loop protruding from the top of the tile, The sequence 
of this molecular patterning was clearly viewable under appropriate AFM imaging conditions. 
After ligation of the tiling assembly (this joins together each tiles segments of the reporter strands), the 
reporter strand provides an encoding of the output of the tiling assembly computation (and typically also 
the inputs). Note this input/output can occur in parallel for multiple distinct tiling assemblies. Finally, the 
tiling assembly is disassembled by denaturing (e.g.,via heating) and the resulting ssDNA Reporter Strands 
provide the result (these may be used as scaffold strands for later cycles of assembly computation, or the 
readout may be by PCR, restriction cutting, sequencing, or DNA expression chips). 
5.Disscussion 
The algorithmic molecular assembly described here demonstrates a non-trivial Boolean logic done by 
selfassembly. DNA self-assembly technology has been applied not only in DNA computation, but also in 
nanomaterial area. However, there are many difficulties in applying DNA self-assembly to Boolean logic. 
Firstly, the design of DNA codewords is the most difficult problem, as it decides whether the experiment 
can be implemented. Secondly, there are two significant keys to effect on the yield of selfassembly 
structure: the assembled angle between DNA single-strands and the connections among motifs. 
Despite the engineering challenges met in laboratory investigations, DNA self-assembly technology 
shows encouraging theoretical advances and has already led to new computing paradigms which certainly 
enriched our understanding of the nature of computation. Moreover, the proposed method might be used 
for the Bottom-Up design of DNA computer architecture with the further advances in biological 
techniques. 
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