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Students in the Department of Electrical and Computer Engineering at 
the University of Wollongong are required to learn assembly language 
in their second and third years. For a number of years, the 
Department's Digital laboratories have been equipped with the Rockwell 
International AIM-65 microcomputer. Although the AIM-65 has been 
successful in giving students an understanding of basic computer 
operations, it was believed that the students should be exposed to a 
more modern processor. One of the options considered was to replace 
the AIM-65 by the Motorola Educational Computer Board MEX68KECB/D2 
(called the ECB) which uses the 68000 microprocessor. In order for 
the replacement to provide the same facilities as the AIM-65 it was 
necessary to add some hardware and software to the ECB. One proposal 
was to interface the ECB with a low cost display, printer, keyboard 
and floppy disk unit which would be sufficient for use in the 
laboratory, and to provide an editor, an assembler and a monitor with 
appropriate debugging facilities. Fully implemented, the stand alone 
ECB microcomputer would be inexpensive, compact and portable. This 
enables a low cost system to be used in a digital laboratory of 20 or 
more units. 
This thesis describes the details of how two low cost I/O devices, 
namely a dot matrix display module and a thermal printer were 
interfaced to the board. The dot matrix display module is an 
alphanumeric Liquid Crystal Display module which can display 8 0 
characters in two lines. The thermal printer is capable of printing 
20 characters on each line. 
The thesis also describes the implementation of a line editor program 
designed to reside in EPROM on the ECB which was successfully tested 
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INTRODUCTION 
1.1 BACKGROUND AND PROBLEM APPRAISAL 
1.1.1 Background 
The emergence of the microprocessor [13,14,15] as a principal element 
in the design of electronic systems has generated an acute educational 
n e e d in departments offering E l e c t r i c a l Engineering degrees. One 
response is to offer Computer Engineering degrees as w e l l as the 
Electrical Engineering degrees along with the modification of existing 
course m a t e r i a l and the generation of new course m a t e r i a l slanted 
towards the study of microprocessor principles and applications [16]. 
Because the role of software development and system integration is 
considered critical to the design process, considerable attention is 
devoted to the role of microcomputer development systems. Therefore, 
considerable efforts have been made to provide Electrical and Computer 
Engineering students with the skills and knowledge in the following 
areas : 
1) Computer organization. 
They should be proficient in the principles which underlie the 
operation of microprocessors, m e m o r i e s , p e r i p h e r a l units, and 
other digital systems components. 
2) Logic design. 
They should be proficient in interconnecting integrated circuits 
(IC) , m e d i u m scale integrated circuits (MSI), and large scale 
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i n t e g r a t e d circuits (LSI) logic units to p r o v i d e a d e s i r e d 
function. Understanding of both logical and physical constraints 
is implied. 
3) System interfacing. 
They s h o u l d be capable of selecting a n d interconnecting such 
diverse d i g i t a l and non d i g i t a l components such as transducers, 
o p t i c a l c o u p l e r s , a n a l o g to d i g i t a l a n d d i g i t a l to analog 
c o n v e r t e r s , e t c . , to configure appropriate communication paths 
between the microcomputer and the system in which it is to be 
4) Software development. 
They m u s t p o s s e s s not only p r o g r a m m i n g s k i l l s , but also an 
appreciation of the costs of programming and of the principles of 
hardware/software tradeoffs. 
5) Application expertise. 
They must also know enough about the application to which the 
system is directed to make appropriate design decisions. 
Development of the skills listed here is not easily achieved, and 
represents a significant educational challenge. Among the dilemmas 
faced by both those who w o u l d provide this education and those who 
have need of this education are the following: [16] 
a) the primary g o a l of the education should be the teaching of a body 
of g e n e r a l p r i n c i p l e s , forming a basis upon which a continued 
growth in the understanding of new concepts and products can be 
b) an appreciation of the role of the various aspects of design on the 
s y s t e m c o s t , must be d e v e l o p e d . This involves exposing the 
students to considerable hands-on experience, since the extremely 
time consuming and costly process of avoidance, detection, and 
elimination of 'bugs' in the system under design can be taught in 
no other meaningful way. 
c) Since the software design process is of extreme importance, the 
hands-on training referred to in item (b) are of particular 
importance in the software area. 
1.1.2 Effectiveness of Current Teaching System 
Computer languages can be divided into two basic categories: assembly 
languages and high level languages. In the Department's current 
teaching curriculum, the students learn high level languages in the 
Department's FORTRAN Laboratory and' in the various laboratories 
provided by the Computing Science Department [17]. Because assembly 
language is the most efficient language in terms of speed and memory 
use, the second and third year students are required to learn assembly 
language in the Department's Digital laboratory. They have to write 
programs ranging from the simplest applications (to perform arithmetic 
operations), to the more sophisticated applications (which involve 
controlling external devices). The sizes of the programs range from 
less than IK bytes to 4K bytes. 
To write their programs in assembly language, the students must learn 
to plan their programs down to the lowest level, such as manipulating 
registers and allocating memory space for all variables. They are 
responsible for describing how each section of their program works. 
Because assembly language is usually difficult to use and liable to 
errors, the software must be tested, following its implementation. 
The general sequence of steps in software testing, to be performed by 
the students is the following: 
1) Identification of what must be tested. 
2) Design of test cases to include all test requirements that have 
been identified. 
3) Execution of the program using the designed test cases as input, 
and verification of results obtained. 
The students then learn to use a debugger to find the programming 
language errors and the logic errors that were introduced in the 
implementation stage. A debugger provides the following debugging 
facilities: 
a) It allows one or more breakpoints to be set so that the program can 
run until a specific memory location is accessed. 
b) The memory locations and registers may be examined and changed. 
c) The program can be stepped through by executing one instruction at 
a time. 
The students also have to implement various hardware interfaces to 
familiarize themselves with the structure of a computer system. These 
hardware interfaces usually consist of logic gates and flip-flops 
wired externally and controlled by the microcomputer through a digital 
I/O interface. 
For the above mentioned teaching purposes, the digital laboratory has 
been using the Rockwell International AIM-65 microcomputer. Even 
though there were a number of other systems on the market, the AIM-65 
was selected because it offered features such as keyboard, display and 
printer in one compact unit along with an easy to use editor assembler 
and monitor with debug facility, all in EPROM. 
Experience has shown that design skills developed using this system 
are transferable to other microprocessor systems. Over the years, the 
AIM-65 has been successful performing its role in digital computer 
e d u c a t i o n . However, there has been some pressure to upgrade to 
another microcomputer system for the following reasons: 
a) The AIM-65 is based on the 8 bit R6502 microprocessor which was 
introduced by MOS Technology more than 12 years ago. 
b) It is slow relative to the current standard of microcomputers. For 
example, its cycle time is typically 1 microsecond. 
c) The on board Random Access Memory (RAM) is limited to 4K bytes, 
which is usually insufficient to store both the source code and 
object code of the long programs that third year students are 
required write. 
d) Students have experienced hardware problems largely due to the age 
of the microcomputer and associated equipment. 
The need to upgrade the basic educational microcomputer system to more 
modern equipment was thus obvious. There was a simple economic 
constraint, namely a laboratory of at least 20 units was required to 
be purchased within tight budgets. 
On the other hand, in learning assembly language, the students need to 
have a system with facilities in keyboard entry, program display and 
storage, printing as w e l l as an editor, assembler and debugger with 
disassembler for software development. These facilities do not need 
to be fast and sophisticated as the basic requirement is functionality 
and simplicity of operation. 
1.1.3 Alternative Solutions 
The following alternatives are possible solutions to providing a 
laboratory of microcomputers for this purpose. 
a) Stand alone microcomputers: 
Each user has their own facilities independent of a l l other users. In 
this case the advantages are: 
1. Failure of one microcomputer or part of one microcomputer only 
affects the student using that machine. 
2. There is no waiting for the use of shared resources. 
3. A l l development software can be integrated together. For example 
in the AIM-65 the assembler worked on the program in the editor buffer 
so that there was no need to be constantly loading the source in from 
external storage. 
Disadvantages: 
1. A l l m i c r o c o m p u t e r s n e e d t h e i r own copies of the development 
software. 
2. Resources available to each user would be limited by the unit cost, 
since there is an inability to share printing and storage systems 
b) Host supported microcomputers: 
Each u s e r writes and assembles and links programs on a large host 
c o m p u t e r using a cross-assembler and then downloads the executable 
code to the microcomputer for testing and debugging. The advantages 
of this mode are: 
1. All facilities on the host computer are available to the user but 
must be shared among all users of the host. 
2. Development software on the host can be easily upgraded and is 
relatively independent of the microcomputer. 
Disadvantages : 
1. Host is expensive and requires an operator. 
2. Any loss of the host means the laboratory is not useable. 
3. Debugging facilities on the microcomputer may be difficult to 
integrate into the host development software. For example, it may not 
be possible to use source level debugging. 
c) Networked microcomputers: 
Each student uses the microcomputer which has access to shared 
resources like hard disks, development software and printers. The 
1. Integrated development software is possible, as users run all 
programs in their own microcomputers. 
2. The only resources shared are the expensive ones which have least 
impact on the running of programs. 
Disadvantages : 
1. More expensive microcomputers are needed to provide the network 
hardware and software link. 
2. Users have to wait for shared resources like printers. 
3. If the file server fails then the laboratory is not useable. 
The Department of Computing Science at the University of Wollongong 
has a Unix host computer on which it has a 68000 cross-assembler. 
This facility has been used with a number of ECB microcomputers in a 
laboratory for their students. The ECB microcomputers have interfaces 
to eight 7 segment displays, a simple hexadecimal keyboard and eight 
LED indicators and switches. There is also provision for the 
connection of various experimental pods. These systems are used to 
introduce Computing Science students to some of the problems of 
interfacing and to timing and control algorithms 
As the Department of Electrical and Computer Engineering did not have 
a suitable host machine and enough money for the other alternatives 
was unlikely to become available, it was decided to investigate the 
stand alone solution. 
1.1.4 Survey of Commercially Available Education Systems 
The number of development boards available in 1984 (when the project 
was initiated) was rather limited. The following gives a brief resume 
of commercially available education systems at the time the upgrading 
of the AIM-65 was proposed. 
1) The Motorola VMC 68/2 Microcomputer. 
Features: 
- MC68000 based VM02 Monoboard Microcomputer. 
- Direct Addressing to 16M bytes. 
- 128K bytes RAM. 
- Multiprocessor Architecture. 
- I/O Channel Interface. 
- Dual multiprotocol RS232C Serial Ports for System Flexibility. 
- Centronix compatible printer interface. 
- 16M bytes (unformatted) 8 inch SMD interface compatible Disk 
Drive. 
- VERSAdos R e a l Time Multitasking Operating System with Assembler 
and Utilities including: 
- MC68000 Structured Macro Assembler. 
- Text Editor, Linkage Editor, and Multitasking Debugger. 
- Price: approximately $10000. 
2) The Intel iSBC 88/25 Single Board Computer. 
Features: 
- 8 bit 8088 Microprocessor Operating at 5 M H z . 
- IM bytes addressing range. 
- Two iSBX TM Bus Connectors. 
- 4K bytes of Static RAM. 
- Programmable Synchronous or Asynchronous RS232C compatible Serial 
Interface with Software Selectable Baud Rates. 
- 24 Programmable Parallel I/O lines. 
- Price: approximately $1500. 
3) The Motorola Educational Computer Board MEX68KECB/D2 
Features: 
- 4 MHz MC68000 microprocessor. 
- 32K bytes of user RAM. 
- 2 RS232C serial ports for Terminal and Host. 
- a Centronix type parallel printer interface. 
- an audio cassette interface. 
- an assembler, disassembler and debugger. 
- price: approximately $7 00. 
1.1.5 Choice of the ECB 
It was decided that the Motorola Educational Board MEX68KECB/D2 (i.e., 
the ECB), was the best choice due to the following features: 
1) The price was reasonable, allowing a low cost system for a Digital 
Laboratory of 20 or more units. 
2) It is based on the Motorola's 16 bit MC68000 microprocessor, which, 
according to H.F. Beechhold [16], is arguable the most versatile 
and powerful of the microprocessors available on a production 
basis. 
The following [8] is a discussion of the interesting MC68000 features 
and comparisons with similar capabilities of the Z8000 and the 8086. 
a) The MC68000 allows highly sophisticated memory management 
techniques and the ability to handle data in 8, 16 or 32 bit 
sizes. It perhaps should be categorized as a 16/32 hybrid. The 
MC68000 can directly access up to 16M bytes of memory with its 24 
bit address bus. This address space can be expanded to 64M bytes 
by using the Function Code lines. In comparison, the 8086 can 
only access memory in segments of 64K bytes but can address up to 
IM bytes using segment registers. The Z8000 is also limited to 
segment sizes of 64K bytes. 
b) The MC68000 overlaps the fetching of each instruction's object code 
with the decoding and execution at the two prior instructions to 
obtain a pipeline effect. The Z8000 uses this approach, but not 
for every instruction. On the other hand, the 8086 performs 
extensive pipelining using a 6 byte object code pipeline. 
c) The 8086 utilizes a series of dual function pins which carry more 
than one type of signal. The signals on the pin are multiplexed 
on output and demultiplexed by the system so that the signals do 
not mix. Unlike the 8086 and the Z8000, the MC68000 has a 64 pin 
configuration which means that there is no need for multiplexing 
and demultiplexing information that has to share the same pin with 
another signal. This makes interfaces to the MC68000 easier to 
design. 
d) The MC68000 can be operated in either a 'supervisor' or a 'user' 
mode which allows users to be restricted in what their programs 
are able to do. This could be useful in a laboratory situation to 
stop inadvertent destruction of the system software environment. 
The Z8000 series microprocessors provide similar capabilities. 
The 8086 offers no similar operating modes. 
e) The MC68000 has seventeen 32 bit registers. In contrast, all of 
the Z8000 registers are 16 bit registers and the 8086 has only 
four 16 bit registers plus three separate 16 bit index registers. 
In addition [9], the ECB possesses a number of interesting features: 
- A high speed clock (4 MHz or 4 times faster than the AIM-65). 
- A 30K bytes user RAM (8 times bigger than that of the AIM-65). 
- A 24 bit Address Bus (address space of 16M bytes of memory). 
- Two serial communication ports provided for a terminal and a host. 
- Programs can be down-loaded from or up-loaded to a host system 
using the TUTOR monitor. 
- A parallel port (16 data lines with handshake) can be used for I/O 
or for a Centronix compatible printer interface. 
- An audio tape serial I/O port enables programs to be saved on 
cassette tape. 
- Self contained operating firmware that provides the user with a 
monitor and debugger, assembler, disassembler, program entry, and 
I/O control functions. 
Using the capabilities provided by the system, the user can 
investigate and learn the computing power and architectural features 
of the MC68000. This system also provides a working example of the 
microprocessor external bus structure and interface to memory and 
1.1.6 Design Goals 
To define the requirements for an upgraded microcomputer, one must 
describe why it is needed, what features it will have in order to 
fulfill these needs, and how it is to be constructed. A requirements 
document must address these areas: 
1) Context analysis. 
The reason why the microcomputer is to be created and why certain 
criteria are used to define the boundary conditions for the system. 
2) Functional specifications. 
A description of what the system is to be, in terms of the 
functions it must accomplish. 
3) Design constraints. 
A summary of the conditions specifying how the required system is 
to be constructed and irrplemented. 
Due to the limitations of the ECB in terms of its usage as a 
microcomputer in the digital laboratory, it is desirable to add the 
following facilities to the ECB. 
- An editing facility and storage device. 
- An assembler which will assemble the source code created by the 
editor 
In addition, a display, printer and keyboard are not included in the 
basic ECB and so will necessary additions. 
In order to satisfy the needs and to limit the cost of the system 
upgrade, it was decided to interface basic, low cost I/O devices, 
namely a display, printer and keyboard, to the ECB and to provide an 
editor, an assembler and a monitor with disassembler and appropriate 
It was decided to interface each ECB with: 
a) A 54 key ASCII typewriter like keyboard. (for example, the AIM-65 
keyboard, approximately $50) . 
b) A RS Data 588-538 Liquid Crystal Display for screen output. 
(approximately $120). 
c) A Rockwell International Thermal Printer PU1800 for hard copy 
output (approximately $150). 
d) A low cost 64OK bytes floppy drive (approximately $180) and 
e) An editor, assembler and monitor stored in EPROM to provide a 
software development environment. 
The RS Data 588-538 display was selected for the following reasons: 
its low cost, compactness, low current drain (5V, 2mA, single 
power supply), 5x7 dot matrix format with cursor, capable of 
displaying the full ASCII character set and displaying up to 80 
characters simultaneously. 
For the printing facility, the PU1800 was selected for the following 
reasons: 
its low cost, compactness, capable of printing 20 character lines 
at a speed of 120 lines per minute with the possibility of reusing 
the units previously used with the AIM-65s. 
The line editor program was intended to provide the ECB with a set of 
editor commands similar to those of the AIM-65, so that the students 
could quickly adapt to the new editing facility without learning a new 
set of editing commands. 
Fully implemented, the stand alone ECB microcomputer would be 
inexpensive, compact and portable. Figure 1.1 shows a block diagram 
of the complete system. 
1.1.7 Contributions Made Towards the Development of a Laboratory 
Computer 
The contributions outlined here illustrate what is required to take a 
general purpose microcomputer board and tailor it to the requirements 
of a stand alone microcomputer suitable for a teaching laboratory. 
The details are particular to the ECB but the concepts could be 
applied to other computer hardware. 
FIGURE 1.1 Block Diagram of the Complete System. 
The contributions are: 
1) interfacing the ECB with the 2 lines with up to 80 characters 
Liquid Crystal Display (RS Data 588-538). 
2) interfacing the ECB with the Rockwell International Thermal Printer 
PU1800. 
3) developing a line editor program written in Pascal, to provide the 
ECB with a set of editor commands similar to those of the AIM-65. 
Chapter 2 presents the development in interfacing the ECB with the 
LCD Module and the Thermal Printer (hardware and software interfaces). 
Chapter 3 gives details in the design, coding and implementation of a 
line editor program to be used in the ECB system for program 
Chapter 4 gives discussion on the implementation and recommendations 
on this thesis. 
1.2 OVERVIEW OF THE AIM-65 MICROCOMPUTER. 
Figure 1.2 shows the block diagram of the AIM-65. The AIM-65 [3] has 
rather extensive program development resources and any experience and 
understanding acquired in using this system are useful when using 
other microprocessor systems. 
The AIM-65 is based on the 8 bit R6502, which is a popular 
microprocessor, having been used in general purpose microcomputer 
systems, video games, and in personal computers. The basic software 
used in the AIM-65 consists of a controlling program called the 
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FIGURE 1.2 Block Diagram, AIM-65. 
'Monitor* and a text processing program called the 'Text Editor'. A 
display and printer are also provided with the AIM—65 to interface 
with the user. 
1.2.1 Monitor. 
A program known as the 'Monitor' controls the operations of the AIM-
65. It is a computer program that provides powerful software features 
and linkages to both the AIM-65 and user programs. 
Its features include: 
a) Major function entry and reentry linkage. The monitor responds to 
single keys to allow entry to the Editor, Assembler, Basic, and 
user functions including initial entry and reentry capabilities. 
A single keystroke or RESET button can be used to return control 
to the Monitor. 
b) Display and alter any register. Any of the six registers may be 
displayed and altered. 
c) Display and alter memory. Any memory location may be displayed and 
modified by the user. 
d) Instruction mnemonic entry. R6502 machine language instructions 
may be directly entered into memory by entering mnemonic operation 
codes and hexadecimal operands. 
e) Disassemble memory. R6502 object code may be decoded from memory 
into mnemonics and hexadecimal operands (line by line 
disassembly). 
f) Selectable RUN/STEP program execution. User programs may be 
executed in the RUN Mode at full R6502 speed or in STEP Mode for 
debugging. 
g) Execution control. User programs can be initiated at specified 
program counter values. From 1 to 99 instructions or an 
indefinite number of instructions may be executed in the STEP 
Mode. Execution may be terminated at any time with the 'Escape 
g) Trace. Instruction, register, and program counter trace 
capabilities exist in the STEP Mode. Either instruction or 
register trace may be performed during execution. Program counter 
trace may be performed after the execution is terminated. 
h) Breakpoints: Up to four breakpoint addresses may be entered, 
displayed, and selectively enabled to stop user program execution 
at specified addresses in the STEP Mode. 
i) RUN Mode Force Break (BRK) : BRK instructions may be placed in a 
user program to stop execution and return to the monitor, 
j) Load and dump memory to and from various peripherals: Memory may be 
loaded from, and dumped to, AIM-65 and user provided I/O devices. 
The AIM-65 provided peripherals include keyboard, printer, and 
display. 
The AIM-65 provides hardware and software to directly interface with 
audio cassette recorders, keyboard, printer, and asynchronous serial 
devices for input and output. 
1.2.2 Text Editor. 
In general, a text editor is a string processing program which allows 
a convenient manipulation of the written text, manifested as a string 
of ASCII characters. Although the editors vary somewhat in their 
modes of operation and in their command terminology, they tend to be 
fundamentally similar in concept and in operation. However, in the 
context of the software development, they find their most common use 
in the preparation and modification of source programs written in 
assembly or in higher level language. The AIM-65 Text Editor provides 
users with the capability of editing files that reside in the AIM-65 
RAM, and to input and output these blocks to available devices. 
Text is simply one or more strings of ASCII characters that represent 
data, messages or program instructions in memory, separated by the End 
of Line character (code $0D) . The Text Editor is primarily used to 
build programs that will be 'assembled' by the optional AIM-65 
Assembler. The Text Editor also has a limited usage in non Assembler 
applications, to enter data tables and message information that can be 
output to ASCII based peripheral devices like the AIM-65 display and 
printer. In either application, the AIM-65 Text Editor acts as 
nothing more than a simple input/editing/output program. The Text 
Editor makes no qualitative decisions as to what kind of information 
it is processing (data characters, message characters, and program 
instruction characters are all treated as 'text'). 
The AIM-65 editor commands are divided into four categories: 
a) Entry and Exit; 
b) Text Input, Output and Update; 
c) Line positioning and Display; 
d) Character String commands. 
More details on editor commands will be given in Chapter 3, 
specifically those commands implemented in the line editor program. 
The Text Editor also provides a reentry capability so that previously 
entered text may be edited to correct errors. This is especially 
useful when using the assembler. A source program may be entered in 
the Text Editor, assembled to identify any coding errors and reentered 
to correct the errors. When an error free assembly is attained, the 
source file may be permanently saved on audio cassette. 
1.2.3 Display. 
The visual output is provided by a 20 character, 16 segment light 
emitting diode (LED) display unit. Five 4 digit model DL-1416A 
modules are the actual display units. Each unit can display four 
1.2.4 Printer. 
The AIM-65 printer is the Rockwell Thermal Printer PU1800, capable of 
printing 20 character lines on theirmally sensitive paper. The entire 
AIM-65 character set is able to be printed on the printer. 
1.2.5 File storage. 
Programs, text, or data which the user has already stored in the AIM-
65 RAM may be saved on cassette tape before the power is turned off. 
At some later date, they may be read back into memory from the 
cassette tape via a tape recorder. They can also be duplicated and 
exchanged with other AIM-65 users. Cassette tape is good because of 
its small size, portability, and cost, but there are often reliability 
1.3 DESCRIPTION OF THE EDUCATIONAL COMPUTER BOARD (ECB). 
Figure 1.3 shows the ECB system configuration. Figure 1.4 shows the 
ECB block diagram. 
1.3.1 Overview 
The ECB [9] is intended primarily as a self supporting means for 
evaluating and learning about the MC68000 microprocessor. Located on 
a single small printed circuit card, a complete system is provided, 
including MC68000, memory, parallel and serial I/O communications. 
For ease of use, the ECB has a resident firmware package that provides 
a self contained programming and operating environment. The firmware 
provides the user with monitor/debug, assembly/disassembly, program 
entry, and I/O control functions. Using the capabilities provided by 
the system, the user can investigate and learn the computing power and 
architectural features of the MC68000. This system also provides a 
working example of the microprocessor external bus structure and 















FIGURE 1.3 System Configuration, ECB. 
PORT 3 PORT 4 
FIGURE 1.4 Functional Block Diagram, ECB. 
1.3.2 General hardware description. 
The ECB provides the RAM, ROM, timer, and I/O necessary for learning 
and evaluating the attributes of the MC68000 . The MC68000 has a 16 
bit data bus and a 24 bit address bus (Al to A23 with the least 
significant bit available indirectly using UDS and LDS). The address 
bus provides a memory addressing range of 16 Megabytes. The 
microprocessor also has eight 32 bit data registers, seven 32 bit 
address registers, two 32 bit stack pointers, one 32 bit program 
counter, and one 16 bit status register. A 4 MHz MC68000 is used on 
the Educational Computer Board. All the memory and I/O devices 
communicate with the microprocessor via a common parallel bus. 
1) System Memory. 
The system memory consists of 32K bytes of dynamic RAM and 16K 
bytes of ROM or EPROM. The RAM is used both for scratch-pad 
space, for the 'TUTOR' firmware and for user programs. 
Approximately 2K bytes are reserved for the monitor scratch-pad 
use and the remaining RAM (approximately 30K bytes) is available 
to the user. 
2) Serial Communications Ports. 
Two asynchronous serial communication ports, designated as Port 1 
for the terminal and Port 2 for the host, are provided on the 
board. Both of these ports are RS232C compatible. The terminal 
that provides user interface is connected to the ECB via Port 1, 
and Port 2 can be connected to a modem or directly to a host 
computer. The host computer can be used to provide more powerful 
software capabilities such as program assembly, file management. 
editing, and for down-loading or up-loading programs. Also, an 
operational condition called transparent mode can be used. This 
transparent mode effectively bypasses the board and allows the 
terminal to communicate directly with the host computer. The 
terminal and host baud rates must be the same for this mode. Both 
serial ports can be jumpered for various data transmission rates 
(110 to 9600 baud) . Also, if required, either port can be 
modified to transmit and receive at different baud rates. 
3) Parallel I/O Port (printer interface). 
Also derived from the MC68230 PI/T device is the general I/O port 
(Port 3) that consists of eight buffered output lines plus two 
handshake lines, and eight unbuffered bidirectional lines plus two 
handshake lines. The buffering and port configuration is 
compatible with a Centronix type printer interface. 
4) Audio Tape Interface. 
Another I/O port (Port 4) is configured to provide a two wire 
audio tape interface. A tape recorder can be connected to store 
and retrieve user programs. The audio tape interface has a data 
transmission rate of between 1000 and 2000 baud, depending on the 
bit stream. 
1.3.3 Software capabilities. 
The ECB operates under control of the 'TUTOR' firmware. The 16K bytes 
firmware provides a self contained programming and operating 
environment. It provides debug capability, assembly, disassembly, and 
-li-
no control. entered via the terminal. The commands fall into four 
general categories: 
- Commands which allow the user to display or modify memory. 
- Commands which allow the user to display or modify the various 
internal registers of the MC68000. 
- Commands which allow the user to execute a program under various 
levels of control. 
- Commands which control access to the various I/O resources on the 
board. 
An additional function called the Trap 14 Handler allows the user to 
use various routines within 'TUTOR'. 
1) Assembler. 
For program development, an interactive assembler function is used, in 
which the source program is not saved. Editing is done by typing a 
source statement again. The limitations of the 'TUTOR' assembler are 
listed as follows: 
a) Label and line numbers are not used. 
b) Source lines are not saved. Each instruction is translated into 
object code and is stored in memory on a line by line basis at the 
time of entry. The assembly source statement is composed of 
operation and operand fields. In order to read back a program 
after it has been entered, the machine code is disassembled and 
then displayed as mnemonics and operands. 
c) The assembler does not support insert line and delete line 
commands. Insertions are accomplished by moving a portion of the 
program to a higher or lower memory location using TUTOR commands, 
thereby leaving a gap between two sections of the program. The 
new lines can be inserted into this gap. 
d) Limited error indication. The assembler will show question marks 
(?) under the portion of the source statement where an error 
probably occurred, or will display the word 'ERROR' after a short 
e) Only one directive. Define Constant Directive (DC.W), is accepted. 
f) No macro operation capability is included. If higher level 
assembly capabilities are required, a macro assembler or cross 
assembler can be run on a host computer. Data can be up-loaded 
and down-loaded to the host via serial port 2. 
g) No conditional assembly is used. 
h) Several symbols are not included in the ECB assembler character 
set, for example !, >, <, /, &. 
2) Trap 14 Handler. 
An additional function contained within the ECB is a function called 
the Trap 14 Handler which allows system calls from user programs. 
There are five groups of functions defined by the Trap 14 handler: 
a) I/O single character or character strings to or from I/O ports. 
b) Conversion routines. 
c) Buffer control routines. 
d) Transfer control to 'TUTOR' with or without performing 
initialization. 






The prime purpose of most microprocessor systems is to communicate 
with peripheral devices of many kinds. To do this effectively, 
several features are needed: 
1) There should be no practical limit to the number of peripheral 
interfaces present. 
2) Communication with each device should be as simple as reading or 
writing to a store location. 
3) It should be possible to treat the peripheral interfaces as an 
array, and to select any one of them by using the current values 
of variable quantities. 
4) Any peripheral device should be able to signal its need for 
immediate attention by sending the system an interrupt, and making 
the microprocessor execute the appropriate interrupt routine. On 
the other hand, the interrupt routine should be protected against 
being interrupted itself, except by some event of even greater 
urgency. 
The control of most peripheral devices is a complex matter: 
a) Some devices are instantaneous in their response (e.g., the LCD 
Module could absorb any data sent to it at electronic speed). 
b) Most peripherals take finite times to react to any signal from a 
microcomputer (e.g. devices with a solenoid or motor). 
A general purpose peripheral device is configured physically, by 
making the proper wiring interconnections and, perhaps, by adding a 
few support components. It is also configured by writing software 
programs that talk to the peripheral. After completing these two 
steps, the general purpose peripheral device becomes an interface. 
Sections 2.2 and 2.3 discuss the features that must be considered when 
interfacing the ECB to peripheral devices (i.e., LCD Module and 
Thermal Printer). 
The components of the hardware interfaces will be briefly described: 
a) The MC68000 in section 2.1.1 
b) The MC6821 PIA in section 2.1.2 
c) The Support Components in section 2.1.3 
2.1.1 OVERVIEW OF THE MC68000.[5] 
The ECB is based on the MC68000 which is directly involved in the 
interfaces. Only the features of the MC68000 necessary to the 
interfaces will be briefly described. 
The MC68000 is Motorola's first 16 bit microprocessor. It is the 
third of the new generation of these devices to be released, having 
been preceded by Intel's 8086 and ZILOG's Z8000. The MC68000 is 
contained in a 64 pin package, so that pins with multiplexed functions 
are not used. It is always capable of operating in what is 
effectively a 'maximum' or 'complex' system configuration mode. The 
MC68 0 00 is manufactured using N channel HMOS process technology. A 
single +5V power supply is required and all signals are TTL level 
compatible. The physical pins can be grouped into 3 groups: 
a) Address group. 
b) Data group. 
c) Control group. 
Fig 2.1 shows the I/O Signals of the MC68000. 
1) Address group. 
The address group is composed of 23 physical address lines (A1 to 
A23), all active high. The address line AO is not physically output 
and is used internally on the device to generate the control signals 
UDS(L) andLDS(L). 
2) Data group. 
The data group is composed of 16 physical data pins (DO to D15), all 
active high. The data lines are bidirectional (data can be 
transferred from the microprocessor to external hardware and vice 
versa). The lower byte data lines is used in the interfaces. 
3) Control group. 
Note: The signals AS, R/W, UDS, LDS are for the asynchronous bus 
control. The signal Reset is for the system control. The 
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FIGURE 2.1 Input and Output Signals MC68000 
a) Address Strobe signal (AS). 
AS (active low) is used to inform the external hardware that an 
address is output on the physical address pins and all address lines 
are electrically stable. 
b) Read/Write signal (R/W). 
The R/W signal gives the electrical information regarding the type of 
data transfer that will occur. When R/W is high, the MC68000 reads 
data from the device. When R/W is low, it writes data into the 
device. 
c) Upper and Lower data strobes (UDS, LDS). 
These signals (active low) control the flow of data on the data bus. 
When the signal R/W is high, the MC68 000 will read from the data bus. 
When R/W is low, the MC68000 will write to the data bus. 
d) Interrupt Control signals (IPLO, IPLl, IPL2). 
These input signals (active low) indicate the encoded priority level 
of the device requesting an interrupt. Level 7 is the highest 
priority while level 0 indicates that no interrupts are requested. 
The least significant bit is given in IPLO and the most significant 
bit is contained in IPL2. These lines must remain stable until the 
MC68000 signals interrupt acknowledge, (FCO to FC2 are all high), to 
insure that the interrupt is recognised. 
e) Reset signal. 
This bidirectional signal line (active low) acts to reset the 
microprocessor in response to an external reset signal. An internally 
generated reset (result of a RESET instruction) causes all external 
devices to be reset but the internal state of the microprocessor is 
not affected. 
f) Enable Signal (E). 
The signal E is the standard enable signal to all M6800 type 
peripheral devices. The period for this output is 10 MC68000 clock 
periods (6 clocks low, 4 clocks high). E is a free running clock and 
runs regardless of the state of the bus on the microprocessor. 
g) Valid Peripheral Address signal (VPA). 
When the signal VPA (active low) is asserted to the MC68000, it knows 
electrically that the communication is to be with a M6800 type 
peripheral device and synchronizes up to its output line E. 
h) Valid Memory Address signal (VMA). 
This signal (active low) is used to inform the external hardware in a 
M6800 system that a valid memory address is present on address bus. 
The system hardware would qualify the chip select decoding with the 
VMA output line. This signal only responds to a Valid Peripheral 
Address. 
The signals E(H), VPA(L), and VMA(L) are provided so that the MC68000 
can be easily interfaced to the standard and widely available M6800 
family devices. 
2.1.2 OVERVIEW OF MC6821 PIA.[6] 
Fig 2.2 shows the expanded block diagram of the PIA. 
I R Q A 3 8 
DO 3 3 
D I 3 2 
0 2 3 1 
D 3 3 0 
D 4 2 9 
0 5 2 8 
0 6 2> 
0 7 2G 
' C C 
^ S S 
P . n 2 0 
= P i n 1 
C S I 2 4 
C S 2 2 3 
RSO 3 6 
R S I 3 5 
R / W 2 1 
E n a b i « 2 5 
R«»«t 3 4 
I R Q B 3 7 
D a t a B u t 
B u i f e r i 




B u t I n p u t 
R e g i s t e r 
( B I R ) 
»> C h i p 
S e l e c t 
a n d 
R ' W 
C o n t r o l 
^ 
-N C o n t r o l R e g i i t e r A 





O u t p u t B u s 
O u t p u t 
R e g i s t e r A 
( O R A ) 
O u t p u t 
R e g n t « r B 
( O R B ) 
C o n t r o l 
R « g i t t e r B 
( C R B ) 
V 
V 
I n t e r r u p t S t a t u t 
C o n t r o l A 
0 « t « D i r e c t i o n 
R e g i t t * « - A 
( D O R A ) 
P * r i p r > « r a l 
I n t e r f a c e 
A 
P « r i p f > « r a l 
I n t e r f a c e 
8 
z x 
D a t a D i r e c t i o n 
R e g i t t a r 8 
( D D R B ) 
I n t e r r u p t S t a t u t 
C o n t r o l 8 
4 0 C A I 
3 9 C A 2 
^ 1 0 PBO 
»> 1 1 P B 1 
^ 12 P B 2 
13 P B 3 
^ 14 P B 4 
15 P 8 5 
^ 16 P B 6 
^ 17 P B 7 
18 C S I 
19 C 8 2 
FIGURE 2.2 Block diagram, MC6821 PIA. 
1) The MC6821 Peripheral Interface Adapter (PIA) provides an useful 
way of interfacing peripheral equipment to the 8 bit MC6800 
microprocessor. This device is capable of interfacing the 
microprocessor to peripherals through two 8 bit bidirectional 
peripheral data buses and four control lines. 
The pins labeled DO to D7 are the data I/O lines for communication 
with the microprocessor. 
The pins labeled CSO, CSl, CS2 are the chip enable inputs. When CSO, 
CSl are high and CS2 is low, the PIA device is enabled. 
When the R/W input (pin 21) is low, the microprocessor is writing data 
to the PIA. 
The control inputs labeled RSO (pin 35) and RSI (pin 36) define the 
internal group of registers the microprocessor is reading or writing 
data from/to during I/O operations. 
The pin labeled RESET (pin 34) is normally connected to the system 
reset signal. The pin labeled ENABLE (pin 25) is used to time 
transfers between the microprocessor and the PIA. 
2) PIA Peripheral Interface Lines. 
a) Section A Peripheral Data (PAO to PA7). 
Each of the peripheral data lines can be programmed to act as an input 
or output. This is accomplished by setting a '1' in the corresponding 
Data Direction Register bit for those lines which are outputs. A '0' 
in a bit of the Data Direction Register causes the corresponding 
peripheral data line to act as an input. 
b) Section B Peripheral Data (PBO to PB7). 
The peripheral data lines in the B section can be programmed to act as 
either inputs or outputs in a similar manner to PAO to PA7. However 
the output buffers driving these lines have three state capability, 
allowing them to enter a high impedance state when the peripheral data 
line is used as an input. 
c) Interrupt Input lines (CAl and CBl). 
The lines CAl and CBl are input only lines that set the interrupt 
flags of the control registers. The active transition for these 
signals is also programmed by the two control registers. 
d) Peripheral Control line (CA2). 
The line CA2 can be programmed to act as an interrupt input or as a 
peripheral control output. As an output, this line is compatible with 
the standard TTL. 
e) Peripheral Control line {CB2). 
The line CB2 may also be programmed to act as an interrupt input or 
peripheral control output. As an output it is compatible with the 
standard TTL and may also be used as a source of up to 1 mA at 1 . 5 V 
to directly drive the base of a transistor switch. This line is 
programmed by the Control Register B. 
2.1.3 SUPPORT COMPONENTS. 
A few support components are used in the hardware interfaces: 
1) The Hex Inverter 7404 is very important in all logic circuits, it 
changes the active level of a signal (i.e., H to L or L to H). 
2) The 8 input Nand Gate 7430 has only a single gate p e r package. Any 
input low condition drives the output high. When a l l inputs are 
h i g h , the output is low. The t y p i c a l propagation delay is 10 
nanoseconds and the average current p e r package is 2 m A . 
3) The Q u a d Or Gate 7432 is a four 2-input O r Gates, which is very 
useful in simple data selectors. 
4) The 3 line to 8 line decoder 74138 is used in address decoding 
logic. Each 3 bit address drives one output low, all others stay 
high. This chip has three enable inputs. 
2.2 ECB TO LCD MODULE INTERFACE. 
2.2.1 Overview of the LCD Module. 
1) Features. 
- Single power supply 5V, 2mA. 
- High contrast. 
- Dot Matrix Module with integral CMOS microprocessor and LCD display 
drivers. 
- F u l l A S C I I compatibility. 
- 192 character generator ROM, 8 user programmable RAM locations for 
the custom symbols. 
- 8 0 character memory allows an easy scrolling and a general purpose 
storage. 
2) Electro-optical characteristics. 
The logic circuit power supply voltage (Vdd to Vss) is typically 5V, 
the LC driver circuit supply voltage (Vdd to VO) is typically 4.4V. 
Note that a reverse polarity connection to the logic circuit will 
cause irreparable damage. 
3) Pin functions. 
- Pin Vss : Ground (OV) . 
- Pin Vdd : +5V. 
- Pin VO : Power supply for LC driving. 
- Pin RS : Signal to select register: 
When RS is low, the Instruction Register is selected. 
When RS is high, the Data Register is selected. 
- Pin R/W : Signal to select Read/Write operation. 
- Pin E : Operation start signal for data read and write. 
- Pins DBO to DB7 : 
These data lines have a bidirectional tristate and are used for 
data transfer between the microprocessor and the LCD Module. 
4) Reset functions. 
The LCD Module has an internal circuitry to initialize itself 
automatically upon application of power. 
The reset sequence followed is: 
- Clear display. 
- Function set: 8 bit wide interface mode, 1 line display, 5x7 dot 
character font. 
- Display on/off control: Display off, cursor off, flash off. 
- Entry mode set: Increment, no shift. 
- DDRAM is selected. 
5) Instructions description. 
Only two registers of the HD44780, the Instruction Register (IR), and 
the Data Register (DR) can be controlled by the microprocessor 
directly. 
When interfaced with the ECB, the LCD Module is treated as an I/O or 
RAM device. The address line A 1 is connected to RS line, and its 
level selects either the IR or the DR. The address of the LCD Module 
in the address map of the microprocessor is: IR ($030009) and DR 
($03000B). 
2.2.2 Hardware Interface. 
1) General concepts.[9] 
a) The memory mapped architecture allows the MC68000 to make no 
distinction between memory and I/O communications. For the 
interfaces, the ECB provides the following address segment enable 
signals, which are a low TTL level. 
Enable signal Address segment 
El $020000 to $02FFFF 
E6 $030000 to $03FFFF 
E2 $040000 to $04FFFF 
E3 $050000 to $05FFFF 
E4 $060000 to $06FFFF 
E5 $070000 to $07FFFF 
Table 2.1. Address Segment Enable Signals for ECB wire-wrap users. 
b) Notes related to the M6800 Page Address Decode. 
A 64K byte segment of the ECB system memory map is reserved for an 
M6800 type interface. Pin E6 is enabled high whenever the memory page 
($030000 to $03FFFF) is selected and both the signals VMA(L) and 
LDS(L) are asserted. The memory page is first activated, which, in 
turn, activates VPA(L). After the MC68000 receives the signal VPA(L), 
it synchronizes itself to the E clock and continues the bus cycle by 
asserting VMA(L). The enable signal E6 recognizes that the M6800 page 
has been selected, the signal VMA(L) has been asserted for a 
synchronous cycle, and the signal LDS(L) has been asserted to indicate 
a bus transfer on the lower byte data bus. Thus, when using the 
signal E6, the interface must be connected to the lower byte of the 
data bus. 
c) Address decoding logic. 
The LCD Module and the Thermal Printer are mapped into the memory page 
($030000 to $03FFFF) . The LCD Module is selected whenever A4 is low 
and A3 is high. The Thermal Printer is selected whenever A4 is low 
and A3 is low. 
Table 2.2 shows the address decoding logic for both interfaces and the 
available address decoding logic for future interfaces, namely the ECB 
to keyboard interface and the ECB to floppy drive interface. 
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Address lines 
A4 A3 A2 Al 
Address decoding logic for Printer 
0 0 0 0 
0 0 0 1 
0 0 1 0 
0 0 1 1 
Address decoding logic for LCD 
0 1 0 0 
0 1 0 1 
0 1 1 0 
0 1 1 1 
Available address decoding logic for future interfaces 
1 0 0 0 
1 0 0 1 
1 0 1 0 
1 0 1 1 
1 1 0 0 
1 1 0 1 
1 1 1 0 
1 1 1 1 
Table 2.2. Address decoding logic for interfaces. 
2) Hardware interface ECB to LCD Module. 
a) Data bus connection. 
The MC68000 lower byte data lines (DO to D7) are connected to the LCD 
Module data lines. Then the odd addresses 9, B are used to select the 
Instruction Register (IR, address $030009) and the Data Register (DR, 
address $030003). 
b) Address bus connection. 
Fig 2.3 shows the ECB to LCD Module interface. The LCD Module, 
treated as an I/O or RAM device, is mapped into the memory page 
($030000 to $03FFFF) corresponding to the address lines A19 to A23 all 
low, A18 low, A17 high, A16 high. The Module is selected whenever the 
address line A4 is low and the address line A3 is high. When the 
address line A1 is low, IR is selected, when it is high, DR is 
selected. 
c) Generation of VPA input.[4] 
This part applies to both interfaces. 
The MC68 000 is capable of operating at clock speeds up to 10 MHz, the 
LCD Module and the MC6821 PIA are capable of operating near 1 MHz and 
slower. Most 6800 peripheral devices were designed to operate at 
speeds close to 1 MHz. There was such a great need in the marketplace 
for this feature that a special function was added to the MC68000, 
which allows this interface to occur in a straightforward manner. 
An input pin on the MC68000 is labeled VPA{L). When this input is 
asserted, the MC68000 knows electrically that the communication cycle 
is to be with a 6800 type peripheral device, and synchronizes up to 
its output line labeled E(H). Fig 2.3 illustrates the schematic 
diagram of how the VPA{L) input will be asserted by the ECB hardware 
during a 6800 type data transfer. The proper address space is decoded 
and must be qualified by the signal AS(L) from the MC68000. This will 
ensure that the MC68000 will receive the signal VPA(L) at the proper 
time in the communication cycle. 
d) Generation of the LCD Module data R/W signal. 
This signal is enabled when the enable signal E6 is high, the address 
line A4 is low, the address line A3 is high and the enable signal E is 
high. 
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FIGURE 2.3 ECB -to LCD Module I n t e r f a c e 
(Note' This diagram shows how the VPACL) input and 
the 6800 page enable decode E6CH) t o be a s s e r t e d 
by the ECB during a 6800 t ype o f da ta t r o n s f e r 
e) Connection to the R/W line. 
The MC68000 has a single R/W output line. When this line is low, the 
microprocessor is writing data. When this line is high, the 
microprocessor is reading data. Therefore the MC68000 R/W output line 
is connected to the LCD Module R/W output line. 
f) Timing diagrams for both interfaces. 
The MC68000 writes data to the LCD Module or to the Thermal Printer, 
which 3re 6800 type devices. Therefore, the write secjuence of 
electrical events is a 6800 type write sequence, which will occur 
during a write operation from the MC68000: 
- The address lines (A1 to A23) are set to the address of the 6800 
type device. 
- The signal AS(L) is asserted by the MC68000. 
- The signal VPA(L) is input to the MC6800 0 by the ECB hardware. The 
MC68000 is now electrically informed that the bus communication will 
be with a a 6800 type device. 
- The signal R/W is set to low by the MC68000. 
- The signal VMA(L) is asserted by the MC68000. Next, the 6800 type 
device will use the signal VMA(L) to qualify the chip select 
circuits. 
- The MC68000 outputs the data to write to the 6800 type device on the 
lower byte data lines. 
- The enable signal E from the MC68000 is set to high at the correct 
time. This signal will synchronize the data transfer from the 
MC68000 to the 6800 type device. The output data is latched into 
the 6800 type device on the high to low transition of this signal. 
- The data transfer is complete when the enable signal E changes from 
high to low. 
Fig 2.4 shows the timing diagram for a write operation by the MC680 00 
to the LCD Module or to the Thermal Printer. 
2.3 ECB TO THERMAL PRINTER INTERFACE. 
2.3.1 General description of the Thermal Printer.[1] 
Fig 2.5 shows the schematic representation of a single thermal element 
movement which accomplishes the printing of two characters. 
The Rockwell International Thermal Printer PU18 00 is one of the most 
important I/O devices of the AIM-65 microcomputer. This unit is 
capable of printing 20 character lines on thermally sensitive paper. 
The speed of printing is 120 lines per minute. Individual printer 
characters are formed as dot patterns 5 columns wide by 7 rows high. 
Three blank rows separate individual lines. Dots are generated by 
enabling the drivers for approximately 1.7 ms while the head is moving 
and disabling for 0.6 ms between dots. The dot row print cycle is 
20ms. A 20 character line is printed by the simultaneous movement and 
thermal activation of ten thermal elements (TEl to TEIO). Each 
element prints 2 characters in the line. Line printing involves the 
following sequence of events: 
A1-A23-
AS 
^ I I 
VPA 
VMA 
R/W = Logical 0 
\ 
Data Bus ^ Write Data ^ 
FIGURE 2.4 Write Cycle Timing Diagram. 
- ECB to LCD interface. 
- ECB to PU1800 interface. 
I/O L I N E : TEIO TE9 TE8 T E 7 T E 6 TE5 TE4 TE3 TE2 
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1) The printer motor drives the ten thermal elements horizontally 
through a displacement which sweeps each element through two character 
intervals. As the units reach positions corresponding to potential 
dots, strobe signals are sent to the interface circuitry. System 
software responds by energizing the thermal elements adjacent to 
desired dot locations. At the end of one such horizontal sweep, a 
single row of dots 20 characters wide is printed. 
2) When the thermal elements reach the end of horizontal travel in one 
direction, the printer motor advances the paper one dot interval. The 
thermal elements are then swept horizontally in the opposite 
direction, once again generating strobes and receiving thermal 
activation from the interface, generating a second line of dots. 
This process is repeated 7 times, generating all 10 characters. Three 
additional lines arê  swept out with no thermal activation, generating 
a space to separate adjacent lines. 
2.3.2 Hardware Interface.[4] 
Fig 2.6 shows the schematic diagram of the ECB to PU1800 interface. 
Fig 2.7 is the built in PU1800 associated circuitry in the AIM-65 
microcomputer. The Thermal Printer PU1800 is interfaced to the ECB 
through a MC6821 PIA. 
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1) Programming the PIA. 
In the ECB to the PU1800 interface, the data register A and the data 
register B must be set as output ports. For this purpose, data must 
be written to it by the microprocessor. This data is shown in the 
Table 2.3. The microprocessor will perform six output operations to 
the PIA. The first three bytes output will define the group A I/O 
signals which are now programmed as outputs. The next three bytes 
output will define the group B I/O signals which are now programmed as 
outputs. 
Register RSI RSO Data (Hex) 
Control reg A 0 1 00 
Data reg A 0 0 FF 
Control reg A 0 1 04 
Control reg B 1 1 00 
Data reg B 1 0 FF 
Control reg B 1 1 04 
Table 2.3. PIA command words that will cause the PIA to be programmed 
with both port A and B as output ports. 
2) MC68000 data bus connection to the PIA. 
The MC68000 lower byte data lines (DO to D7) are connected to the PIA 
data lines. Then the odd addresses 1, 3, 5, 7 are used to select the 
PIA internal registers. 
These registers are: 
Control Register A (address $030003) 
Data Direction Register A (address $030001, with CRA2=0) 
Data Register A (address $030001, with CRA2=1) 
Control Register B (address $030007) 
Data Direction Register B (address $030005, with CRB2=0) 
Data Register B (address $030005, with CRB2=1) 
3) MC68000 address bus connection to the PIA. 
The PIA is mapped into the memory page ($030000 to $03FFFF) 
corresponding to the address lines A19 to A23 all low, A18 low, A17 
high, A16 high. The PIA is selected whenever the address line A4 is 
low and the address line A3 is low. The register select for the PIA 
will be accomplished by A1 and A2 being set to odd addresses 1, 3, 5 
and 7. 
4) Connections between the PIA and the PU1800. 
The lines (PAO to PA7) of port A and the lines (PBO, PBl) of Port B 
are programmed as outputs to drive the ten printer thermal elements. 
The interrupt input line CAl is programmed to sense the transitions of 
the START signal emanating from the printer since a negative pulse 
occurs on the START pin when the motor is turned on and at the start 
of each printed dot row. The strobe pulses, which indicate that the 
thermal elements are in position to print dots, are PI and P2. The 
occurrence of PI and P2 causes the flip flop to toggle back and forth. 
Its transitions are detected by the interrupt input line CBl which in 
turn sets IRQBl interrupt flag bit 7 of the Control Register B, which 
is detected by the software interface. PI is generated on odd dots 
a n d P2 on even dots. P I is set low to request odd dots to be printed 
f i r s t . W h e n P I is l o w , p i n 12 (of chip Z 2 0 , F i g 2.7) goes h i g h , 
causing a positive transition on CBl. 
C B l is then reconfigured to interrupt on a negative transition, P I is 
reset high before P2 goes low to request even dots to be printed. Pin 
12 (of chip Z20) is reset low when P2 goes l o w . This process is 
repeated during the print cycle. 
As shown in Fig 2.7, the transistors Q4 and Q5 and their associated 
circuitry provide m o t o r drive, u n d e r the c o n t r o l of the p e r i p h e r a l 
line CB2 which is programmed as output. The motor turns on when CB2 
is low and turns off when CB2 is high. The transistor Q 1 is a voltage 
regulator a n d the transistor Q3 is a power driver. They and their 
circuitry provide the voltage used by the thermal elements during dot 
generation. 
CHAPTER 3 
LINE gPITQR PRQGlElÂ i AND SOFTWARE INTERFACES 
3.1 INTRODUCTION. 
This chapter presents a line editor program to allow program 
development on the ECB, and describes the development of software 
interfaces to control the LCD Module and the Thermal Printer. The 
line editor provides the ability to edit text to a new file and to 
change the existing lines of a file. Text entry from keyboard and 
text manipulated by the line editor is passed to the LCD Module for 
display. The line editor also passes parameters to the Thermal 
Printer to print a block of memory in ASCII or in hexadecimal values. 
Section 3.2 describes the line editor developed in Pascal. 
Sections 3.3 and 3.4 describe the software interfaces for the LCD 
Module and the Thermal Printer developed in MC68000 assembly language. 
The Pascal/64000 compiler (of the Department's HP Model 64000 Logic 
Development System) was used to test the line editor and the software 
interfaces as single construct. The line editor was translated into a 
relocatable object file, which, when linked to the relocatable files 
of the software interfaces, has produced an absolute program file. 
Then, by using the 68000/68010 Emulator/Analyzer, the absolute file 
was loaded into emulation memory and executed in the proper MC68 00 0 
environment. 
3.2 LINE EDITOR PROGRAM. 
3.2.1 Limitations of program development on the ECB. 
The ECB operates u n d e r c o n t r o l of the 'TUTOR' firmware. This 16K 
bytes firmware provides a self contained programming and operating 
environment. For program development, an interactive assembler/editor 
function is used with the following limitations: 
a) Labels and line numbers are not allowed. 
b) The source lines are not saved. Each instruction is translated into 
the proper object code and is stored in memory on a line by line 
basis at the time of entry. 
c) To read back a program after it has been entered, the machine code 
is disassembled and then displayed as mnemonics and operands. 
d) T h e insert line a n d delete line commands are not a l l o w e d . 
Insertions are accomplished by moving a portion of the program to 
a higher or lower memory location, thereby leaving a gap between 
two sections of the program for the entry of the new lines. 
e) Programs are saved on cassette tape using the machine code format. 
Due to these limitations, it was necessary to provide the ECB with an 
e d i t o r w h i c h can g r e a t l y facilitate the d e v e l o p m e n t of assembly 
programs. 
3.2.2 Conditions imposed on the line editor. 
With an editor, the students can enter programs into the system 
through the keyboard and make changes in a file quickly and easily. 
The editor must be simple to use. 
The editor commands should be abbreviated to keystrokes, and should 
form a 'minimal' set of commands that allow all editing to be done. 
To allow a quick adaptation to the system for the students, it was 
decided to develop a line editor to provide a similar set of editor 
commands to those of the AIM-65 microcomputer. This line editor also 
allows assembly programs to be saved on disks and passes parameters to 
the Thermal Printer for hard copy production. 
3.2.3 Choice of Pascal as programming language. 
a) Reasons for choosing Pascal and not the MC68 00 0 assembly language 
are: 
In addition to improved programmer productivity when using a higher-
level language, the following factors should be considered: 
- Software modules written in higher-level language can frequently be 
used in subsequent development projects, regardless of the 
microprocessor used as a system host. This 'code capture' is 
particularly beneficial in product environments where updated 
versions of products are continually produced for a particular 
application. 
- More and more higher l e v e l languages are being developed for use in 
microprocessor software development. 
P a s c a l is a language relatively new, but the design incorporates most 
of the m o d e r n thinking on g o o d programming techniques. Unlike the 
other languages, it is as powerful in its ability to describe data as 
it is in its procedural ability to process that data. As a high level 
l a n g u a g e , P a s c a l o f f e r s p o w e r f u l i n s t r u c t i o n s w h i c h m a k e the 
p r o g r a m m i n g m u c h e a s i e r a n d f a s t e r . P a s c a l reflects the strong 
opinions of one of the better practitioners of the programmer's art. 
Because it has been designed by (essentially) one person, it maintains 
a coherent structure that committee-designed languages lack. But the 
most important reason to choose Pascal as programming language is the 
a v a i l a b i l i t y of a t h r e e - p a s s P a s c a l / 6 4 0 0 0 c o m p i l e r (on the 
Department's HP M o d e l 64000 Logic Development System), to translate 
source programs written in Pascal into relocatable code for the 68000 
microprocessor. 
b) Notes related to Pascal/640000. 
To allow the translation of the line editor into relocatable code for 
t h e M C 6 8 0 0 0 m i c r o p r o c e s s o r , t h e l i n e e d i t o r w a s w r i t t e n in 
P a s c a l / 6 4 0 0 0 , which is an implementation of a subset of Standard 
P a s c a l as defined by K.Jensen and N.Wirth in the 'Pascal User M a n u a l 
and Report' (second edition), published by Springer & Verlag, 1976. 
Since Pascal/64000 is a subset of Jensen and Wirth 'Standard Pascal', 
there are some limitations. Pascal/64000 is compatible with the 
'standard' except for the subset limitations listed as follows: 
- Strings in Pascal/64000 are defined differently than in 'Standard 
Pascal'. A Pascal/64000 string has a maximum length of 255 
characters. In addition, its length is dynamic (as opposed to 
fixed in standard Pascal) and can change during program execution. 
- Packing of data is not carried below the byte level; the key word, 
PACKED, is ignored by the compiler, except when defining a string, 
and the standard procedures PACK and UNPACK are not implemented. 
Bit packing may be achieved in 8-, 16-, or 32-bit data items by 
using the SET construct (AND), " + " (OR), and (set 
difference), predefined SHIFT functions, and functional type 
change operations. 
- Sets are limited to 256 elements or less of any ordinal type. Set 
expressions with integer elements will be interpreted as being 
members of the SET OF 0..255 unless specifically qualified. 
Subsets are allowed, but the value of the maximum element of the 
SET may not exceed 255 (i.e., SET OF 240..255). 
- Procedures and functions are not allowed as parameters at this time 
(i.e., 1984). 
- Integers are 16-bit signed numbers in the range -32768..32767. 32-
bit signed integers are implemented for the selected 
microprocessors. 
- Set subranges are not implemented. 
- The standard function SQR is not implemented. 
3.2.4 Editor commands. 
Figure 3.1 shows the flowchart of the line editor. 
The line editor provides a similar set of editor commands of the AIM-
65 microcomputer, passes parameters to the Thermal Printer and allows 
assembly programs to be saved on disks. It has 3 modes of operation: 
edit, revise and command mode. 
'Edit mode' allows any number of lines to be typed in from the 
keyboard or read in from a file on disk. 
'Revise mode' allows for the entry of a number of commands abbreviated 
to keystrokes, to enable changes, additions and deletions to be made 
to the existing lines of text. 
'Command mode' allows text to be output to a disk for permanent 
storage and parameters to be passed to the Thermal Printer for hard 
copy production. 
Editor commands are single characters entered from the keyboard and 
may be divided into four categories: 
a) Editor Entry and Exit Commands. 
[E] command - Enter and initialize the Editor. 
[Q] command - Quit the Editor and enter the command mode. 
[T] command - Reenter the Editor from the command mode and display the 
top line, if already in the Text Editor, display the top 
line. 
FIGURE 3.1 Flowchart, line editor program (Section A) 
FROM FIG 3.1. SECTION A. 
ENTER 
COMMAND 
TO FIG 3. 1, SECTION A, 
F I G U R E 3.1 F l o w c h a r t , line editor p r o g r a m (Section B) 
b) Text Input/Output and Update. 
[I] command - Insert one line from the keyboard above the current 
line. Insertion can be done after the last line of text. 
[K] command - Delete the current line. 
[L] command - List lines from the Text Buffer to the LCD Module or to 
disk, starting from the current line. Enter an integer 
for the number of lines to be listed. A 'space' or '.' 
will cause all lines to be listed. 
[R] command - Read lines into the Text Buffer from keyboard or from 
disk. This means input mode is entered and commands will 
no longer be recognised until command mode is reentered 
by input of a blank line. 
c) Line positioning and display. 
[B] command - Move the line pointer to the bottom line of text and 
display that line. 
[D] command - Move the line pointer down one line and display that 
line as the current line. 
[T] command - Move the line pointer to the top line of text and 
display that line. 
[U] command - Move the line pointer up one line and display that line 
as the current line. 
d) Character String. 
[C] command - Change a user specified character string, of up to 80 
characters long, to another character string. The search 
for the character string will start at the beginning of 
the current line and continue until the first occurrence 
of the string is found or the end of the Text Buffer is 
encountered. The old string remains in a buffer so that 
if multiple changes are required there is no need to type 
the string in again. If the string is found but it is not 
the desired one, the search can be continued by entering 
'space' followed by (CR) without typing the character 
string again. The line pointer will be positioned at the 
beginning of the next line and the search will continue 
as described above. If the string is found and it is the 
desired one, then ' = ' is input and the message 'STRING 
CHANGED T0=' is displayed. Enter the new string to 
replace the old one, or enter 'K' to kill the old string. 
[F] command - Find a specified character string, of up to 80 
characters long and display that string. The search will 
start at the beginning of the current line and continue 
until the first occurrence of the string is found or the 
end of the Text Buffer is encountered. The old string 
remains in a buffer so that if multiple finds are 
required there is no need to type the string in again. If 
the string is found but it is not the desired one, the 
search can be continued by entering 'F' followed by 'CR' 
without typing the character string again. The line 
pointer will be positioned at the beginning of the next 
line and the search will continue as described above. 
This command is very useful to locate a certain text line 
to delete, or a text line for reference prior to an 
insert or read command, or to determine if a certain 
character string exists in the Text Buffer. 
e) Text printing. 
[P] command - Pass parameters to Thermal Printer to print a block of 
memory, in ASCII or as hexadecimal values. Parameters 
are: Start address of block, number of lines to print and 
type of print. 
3.2.5 Line editor program development, 
a) Software design. 
The requirements of the line editor have been specified, the software 
features should be logically grouped into a small number of 
interdependent functions with well defined interfaces: This is the 
high level design stage. 
In the detailed design stage, the functions are decomposed in a 
hierarchical manner; more detailed descriptions of the functions and 
their interfaces are added. 
Attempts to write large programs without using the hierarchic method 
will always end in disaster. To be successful, the components of the 
line editor are routines, which can be easily revised in the future, 
if required. 
A routine should have five properties: 
- It must do a precisely defined job. 
- It must present the correct interfaces to the other routines to 
which it is connected. 
- It must not be allowed to interfere with the working of any other 
routine. 
- It should be preferably capable of being run when it is removed from 
the program. 
b) Factors to be considered. 
- Limits of Text Buffer. 
Upon initial entry into the Editor^ the user must define the start and 
end limits of the Text Buffer, or accept the default values. This was 
a feature of the editor in the AIM-65 microcomputer, and was used to 
store various assembly programs in different portions of the available 
user RAM. The default limits can be used to allocate all available 
memory to the Text Buffer, (i.e., 30K bytes for the user ECB RAM). 
Data is stored in the Text Buffer in ASCII format. Each character 
entered requires one byte of RAM. The text is stored in variable 
length lines, each line ends with a CR (code $0D). 
A null character (code $00) is stored after the last text line to 
indicate the end of active text. Care should be taken that the null 
character is not inadvertently stored in the active text area of the 
Text Buffer, otherwise, all text past the null character will not be 
available to the user using normal editor commands. 
- Line pointer. 
All editor operations begin from the start of the current line. The 
current line is identified by the line pointer, which is always 
positioned in front of the first character of the current line. After 
an editor operation is performed, the line pointer is positioned at 
the start of either the last line operated on or one line down from 
the last line operated on, depending upon the command. The current 
line is displayed at the completion of most editor commands. 
- Dummy line. 
A dummy line is provided after the last active text line to allow text 
to be inserted at the end of the Text Buffer. When the line pointer 
is positioned on the dummy line, the message 'END OF TEXT' will be 
displayed. 
c) Final refinement. 
The line editor of a size of 30K bytes, consists of a main program and 
of various procedures. 
PROCEDURE Pinit_jpascal_io; EXTERNAL; 










DISC_6_CA:CA_PTR) / EXTERNAL; 
'external' procedure from '68000/68010 Emulator/Analyzer simulated 
I/O' . 
PROCEDURE REG;EXTERNAL; 
'external' procedure to carry out the initialization routine of 
the LCD. 
PROCEDURE OUTDIS;EXTERNAL; 
'external' procedure to carry out the transfer routine of the 
Display Buffer to the LCD Data Register. 
PROCEDURE PRT;EXTERNAL; 
'external' procedure to carry out hard copy production, by the 
Thermal Printer, with parameters from the line editor program. 
1) PROCEDURE clear Display Buffer; 
BEGIN 
fill Display Buffer with 'space'; 
send it to LCD 
END; 
2) PROCEDURE display a message; 
BEGIN 
CASE number is OF 
1 to 33: display the corresponding message 
END 
END; 
3) PROCEDURE go to top of text; 
BEGIN 
REPEAT 
read one command 
UNTIL it is top, insert, up, quit commands 
END; 
4) PROCEDURE insert text to an empty buffer; 
BEGIN 
REPEAT 
read one command 
UNTIL it is 'insert' or 'quit' commands 
END; 
5) PROCEDURE convert a number into an array; 
BEGIN 
number passed to procedure as parameters-
convert it into an array of characters for display 
END; 
6) PROCEDURE check validity of array; 
BEGIN 
array of characters passed to procedure as parameter; 
IF array has non digit components THEN 
set error flag 
END; 
7) PROCEDURE convert an array into a number; 
BEGIN 
array of digits passed to procedure as parameter; 
convert it into a number 
END; 
8) PROCEDURE input lower or upper limit of Text Buffer; 
BEGIN 
IF input is a 'space' THEN limit is the default value; 
IF input is a number THEN check if in range; 
IF lower limit THEN 
must be between the default limits of Text Buffer 
ELSE 
must be between the user lower limit and the default upper 
limit 
END; 
9) PROCEDURE set up limits of Text Buffer; 
BEGIN 
input the lower limits-
input the upper limit 
END; 
10) PROCEDURE input text from keyboard; 
To input text in 'edit mode', or to input one or many lines in 
'revise mode'. 
BEGIN 
enter one line at a time from keyboard; 
store it in Text Buffer with (CR) as end of line; 
terminate text by two consecutive (CR) 
END; 
11) PROCEDURE input string to search; 
BEGIN 
enter one string from keyboard for 'find' or 'change' commands 
END; 
12) PROCEDURE move a block to the end of Text Buffer; 
Move one block of memory to the end of Text Buffer, to leave a 
gap for inserted lines. 
BEGIN 
determine start address of block after move; 
move block to end of Text Buffer 
END; 
13) PROCEDURE retrieve old block; 
BEGIN 
determine the address where to move back; 
move back the old block 
END; 
14) PROCEDURE update the table of line start address; 
BEGIN 
line pointer of the first line is 0; 
its start address is the lower limit of Text Buffer; 
REPEAT 
update line pointer and line start address 
UNTIL end of text 
END; 
15) PROCEDURE insert text from keyboard or from disk; 
Insert one (from keyboard) or many lines (from keyboard or from 
disk); 
The current line will be after the inserted lines; 
Insertion is allowed anywhere in the Text Buffer. 
BEGIN 
move block of text to end of Text Buffer; 
insert text; 
retrieve old block at end of insertion 
END; 
16) PROCEDURE delete the current line; 
BEGIN 
delete current line; 
display next line as current line; 
IF end of Text Buffer is reached or Text Buffer empty 
THEN display messages 
END; 
17) PROCEDURE print; 
BEGIN 
enter start address of block to print; 
enter number of lines to print; 
enter type of printing; 
pass parameters to 'external' procedure PRT 
END; 
18) PROCEDURE copy a line; 
BEGIN 
copy a line into its own WINDOW 
END; 
19) PROCEDURE detect length of current line; 
BEGIN 
IF line less than 41 characters THEN 
set a flag; 
IF line more than 4 0 characters THEN 
store it in whole Display Buffer 
END; 
20) PROCEDURE display the top line; 
BEGIN 
IF current line less than 41 characters THEN 
BEGIN 
Store message TOP OF TEXT in WINDOWl; 
store 19 characters of next line in WINDOWS; 
store current line in WIND0W2 
END; 
send Display Buffer to LCD 
END; 
21) PROCEDURE display the bottom line; 
BEGIN 
IF current line less than 41 characters THEN 
BEGIN 
store 19 characters of previous line in WINDOWl; 
store message '** END OF TEXT **' in WINDOWS; 
store current line in WIND0W2 
END; 
send Display Buffer to LCD 
END; 
22) PROCEDURE display the current line; 
BEGIN 
IF current line less than 41 characters THEN 
BEGIN 
store 19 characters of previous line in WINDOWl; 
store 19 characters of next line in WINDOWS; 
store current line in WIND0W2 
END; 
send Display Buffer to LCD 
END; 
23) PROCEDURE display down one line; 
BEGIN 
IF line after current line is not the bottom line THEN 
down one line is current line; 
set up Display Buffer; 
send Display Buffer to LCD 
END; 
24) PROCEDURE display up one line; 
BEGIN 
IF line before current line is not the top line THEN 
up one line is current line; 
set up Display Buffer; 
send Display Buffer to LCD 
END; 
25) PROCEDURE display lines when list; 
BEGIN 
IF current line has less than 41 characters THEN 
store it into WIND0W2; 
IF current line has more than 40 characters THEN 
store it into the whole Display Buffer; 
send Display Buffer to LCD 
END; 
26) PROCEDURE open a file on disk; 
BEGIN 
REPEAT 
enter filename of file to read from disk 
UNTIL file exists 
END; 
27) PROCEDURE write a file to disk; 
BEGIN 
enter a filename; 
IF filename already on disk THEN 
enter another filename or overwrite it 
ELSE write to disk 
END; 
28) PROCEDURE read a file from disk; 
BEGIN 
enter filename; 
IF file not on disk THEN 
enter filename until file exists on disk 
ELSE read file from disk 
END; 
29) PROCEDURE list lines to LCD or to disk; 
BEGIN 
enter 'space' or '.' to list all lines; 
or enter number of lines; 
IF list to LCD THEN 
BEGIN 
store one line at a time into WIND0W2; 
send Display Buffer to LCD 
END; 
IF list to disk THEN 
BEGIN 
store text in a temporary buffer; 
transfer to disk 
END 
END; 
30) PROCEDURE insert text from disk; 
BEGIN 
read file on disk into a temporary buffer; 
transfer it to Text Buffer; 
current line is after inserted lines 
END; 
31) PROCEDURE find a matched pattern; 
BEGIN 
search for the first matched character (step 1); 
step 1 successful, search for all next consecutive 
matched characters (step 2); 
IF step 2 unsuccessful THEN 
repeat step 1 at next address 
ELSE send Display Buffer with matched pattern as current line to 
LCD; 
IF no matched pattern in the text THEN 
display 'STRING NOT FOUND' 
END; 
32) PROCEDURE change a string to a new string; 
BEGIN 
find a matched pattern; 
change it to another string or delete it 
END; 
MAIN PROGRAM to process a valid command; 
BEGIN 
enter 'E' to start a text editor; 
or enter 'P' to print a block of memory; 
or enter 'Q' to quit editor; 
IF text entry or printing teirminated THEN enter command; 
if 'T': reenter text editor and display top line; 
if 'E': start a new text editor; 
if 'P': print a block; 
if 'Q': quit editor; 
WHILE in Text Editor DO 
IF command is valid THEN 
process it 
END. 
The complete listing of the line editor is in Appendix, section A, 
3.3 SOFTWARE INTERFACE ECB-LCD MODULE. 
This section describes the development of the software interface ECB-
LCD Module. The software interface was written in MC68000 assembly 
language. 
3.3.1 Notes related to Terminal used. 
As mentioned in section 1.3.2, chapter 1, the ECB is designed to be 
used with a Terminal, via Port 1. For the development of the software 
interfaces (ECB-LCD, ECB-PU1800), written in MC68000 assembly 
language, a Terminal B150 has been used. However, the ASCII character 
set is representable on the 54 key ASCII typewriter like keyboard 
(i.e., the AIM-65 keyboard). Consequently, the ECB will be suitably 
interfaced to this type of keyboard. 
3.3.2 Software interface. 
1) LCD Windows. 
As mentioned in chapter 2, an alphanumeric dot matrix LCD Module (the 
RS Data 588-538) was used to display text entry from keyboard (insert 
mode) or text stored in the user ECB RAM (revise mode) . The LCD 
Module consists of 2 lines, each line can display up to 40 characters. 
For the purpose of display, the first line is divided in 2 parts, 
separated by a special character (code $FF). The first part is called 
WINDOWl, the second part is called WIND0W3. 
The second line is called WIND0W2. 
As mentioned in section 3.2, the line oriented editor program has 3 
modes of operation: edit, revise and command. The 'edit mode' 
provides the ability to add text to a new file. In 'edit mode', the 
current line is displayed in full, up to 80 characters, by the LCD 
Module. Text entry is on a line by line basis. 
In 'revise mode', existing lines of text can be manipulated, changed 
or deleted (i.e., line insertion, deletion and modification). In 
'revise mode', 3 lines are displayed at the same time, to allow the 
user to follow the sequence of lines. These lines are: the current 
line, the previous line and the next line, according to the following 
specifications: 
a) When the current line has less than 41 characters, WINDOWl will 
display up to 19 characters of the previous line, WINDOWS will 
display up to 19 characters of the next line and WIND0W2 will 
display the current line. 
b) When the current line has more than 4 0 characters (the maximum line 
length defined by the line editor program is 80 characters), it 
will be displayed in full by the LCD. 
Figure 3.2 shows the partition of WINDOWS. 
2) Display Buffer. 
A buffer called Display Buffer, stores the characters of the lines, 
arranged according to the specifications (1) and (2) . Because the 
Display Buffer will be output to the LCD Module, it consists also of 3 
separate parts called BUFFERl, BUFFERS and BUFFER2. BUFFERl 
corresponds to WINDOWl, BUFFERS corresponds to WINDOWS, and BUFFER2 
corresponds to WIND0W2. 
The Display Buffer is set up by the line editor program, according to 
an editor command (refer to section S.2), then is sent to the LCD 
Module for display. 




(19 CHARS MAX) 
NEXT LINE 






FIGURE 3.2 Par-tition o f windows in LCD display 
b) Cur ren t line, up t o 40 c h a r a c t e r s 
c) Cu r ren t line, f r o n 41 t o 80 c h a r a c t e r s 
3) Notes related to software interface. 
The task to set up the Display Buffer, is performed by the line editor 
program for all editor commands. The software interface, written in 
MC68000 assembly language, consists of 2 subroutines. They are called 
by the line editor program as 'external' procedures. 
The subroutine REG carries out the initialization routine of the LCD. 
The subroutine OUTDIS carries out the transfer routine of the Display 
Buffer to the LCD Data Register. 
a) Subroutine REG. 
B e f o r e u s i n g the LCD M o d u l e , it is n e c e s s a r y to follow an 
initialization routine to ensure that the display processor has 
correctly formatted the display window and can correctly interpret 
further instructions. To set up an automatically incremented display 
with steady line cursor 8 bit, 2 lines, 5x7 font+cursor, the following 
sequence: $38, $38, $06, $0C, $01, $02 is written into the LCD 
Instruction Register. 
b) Subroutine OUTDIS. 
This subroutine outputs the Display Buffer, set up by the line editor 
program, character by character, to the LCD Data Register, with a 
delay of 40 us after each write operation. The complete listing of 
the software interface is in Appendix, section B. 
3.4 SOFTWARE INTERFACE ECB-THERMAL PRINTER. 
This section describes the development of the software interface ECB-
THERMAL PRINTER, written in MC68000 assembly language. 
3.4.1 Factors to be considered in software development.[1,2] 
As mentioned in section 2.3.1, chapter 2, the thermal printer prints 
20 character lines on thermally sensitive paper. The individual 
characters are formed as dot patterns 5 columns wide by 7 rows high. 
The interrupt input line CAl is programmed to sense the transitions of 
the START signal emanating from the printer. 
The interrupt input line CBl is programmed to detect a positive 
transition on CBl input line to print odd dots first, and then 
reconfigured to detect a negative transition to request even dots to 
be printed. 
The peripheral control line CB2 is programmed as output to turn on the 
printer (CB2 low) or turn it off (CB2 high). 
3.4.2 Notes related to software interface. 
The software interface ECB-THERMAL PRINTER is called by the line 
editor program as 'external' procedure. The line editor program 
passes the parameters to the interface software, when a block of 
memory is to be printed: Namely, the start address of the bock of 
text to print, the number of lines to print and the type of printing 
(ASCII or hexadecimal values). 
When the print process ends, the user is back to 'coitimand mode' of the 
line editor program. 
3.4.3 Main subroutines and functions. 
The software interface consists of various subroutines. The main 
subroutines are briefly described as follows: 
a) Subroutine SET_PIA. 
Refer to section 2.3.1 Chapter 2, for a more complete description of 
the operation of the Thermal Printer 
A 20 character line is printed by the simultaneous movement and 
thermal activation of ten thermal elements (TEl to TEIO), each element 
prints 2 characters in the line. The printer motor drives the theinnal 
elements horizontally. When the units reach positions corresponding 
to potential dots, strobe signals are sent to the interface circuitry. 
These pulses, which indicate that the thermal elements are in position 
to print dots, are called PI and P2. The software interface responds 
by energizing the thermal elements adjacent to desired dot locations. 
A negative pulse, called START signal, occurs on the START pin, when 
the printer motor is turned on and at the start of each printed row. 
As the interface is accomplished by a MC6821 PIA, it is necessary to 
configure the PIA, to have the lines (PAO to PAT) and the lines (PBO, 
PBl) programmed as outputs to drive the ten thermal elements, the 
interrupt input line CAl to sense the transitions of the START signal, 
the interrupt input line CBl to detect the active transitions of PI 
and P2, and the peripheral control line CB2 to turn on and off the 
printer. 
The subroutine SET_PIA configures the PIA according to the above 
mentioned specifications. 
The internal registers of the PIA are: 
- Control register A (CRA): $030003 
- Data direction register A (DDRA): $030001 (with CRA2=0). 
- Data register A (ORA): $030001 (with CRA2=1). 
- Control register B (CRB): $030007 
- Data direction register B (DDRB): $030005 (with CRB2=0). 
- Data register B (ORB): $030005 (with CRB2=1). 
b) Subroutine INIT_PVAR. 
Figure 3.3 shows the flowchart of the subroutine INIT_PVAR. To print, 
the printer variables must be set as follows: 
IDIR : Direction the thermal head is currently moving, (left direction 
= $FF, right direction = 00) 
ICOL : Column to be printed next, (leftmost column = 0, rightmost 
column = 4) 
lOFFST : Offset of the Printer Buffer, (left character = 0, right 
character = 1) 
RETURN 
FIGURE 3.3 F l o w c h a r t , Subroutine INIT_PVAR 
The subroutine INIT_PVAR initializes the printer variables, to have a 
motion direction from right to left, to print the column 4 and the 
right character first, and to print the first row first. 
c) Subroutine INC_PVAR (increment printer variables). 
The first task of the subroutine INC_PVAR is to identify the column 
position ICOL (within each character) corresponding to the next 
interval of the thermal printer activation. This position depends on 
the current printer direction and the current column number. The 
offset value (even or odd character) and the column count are also 
sensed to reflect the changes in the direction value. 
If the direction and column analysis indicates that a new row is being 
started, INC_PVAR adjusts IMASK so that the correct dot values will be 
extracted from the stored tables during the current sweep. INC_PVAR 
next clears lOUTL and lOUTU, preparing them for the development of a 
new thermal activation pattern. It also initializes IBITL so that the 
rightmost character position will be examined first upon return to 
SET_DOTP. 
INC_PVAR next uses the value of ICOL to load addresses JUMP and JUMP+1 
to the values stored in the table MTBL. This establishes the correct 
dot pattern table for use by SET_DOTP in developing lOUTL and lOUTU. 
Finally, INC_PVAR sets the character index equal to a value of 18 or 
19 (depending on the offset value of lOFFST), pointing to the 
rightmost character position involved in the current sweep. 
d) Subroutine SET_DOTP. 
Figure 3.4 shows the flowchart of the subroutine SET_DOTP. 
The aim of the subroutine is to set up the next group of solenoids to 
be output to the printer. This first calls INC_PVAR: 
- INC_PVAR keeps track of the thermal head position (row/column), the 
offset (even or o d d character) and the direction (left or right 
motion). 
- INC_PVAR sets up the address JUMP from the table MTBL, which in turn 
points to one of the five stored tables which contain all character 
dot patterns for each column position. 
- INC_PVAR also manages the row mask IMASK, which designates which row 
is being printed during the current sweep. 
This next enters a loop in which it fetches the rightmost character 
code from the Printer Buffer IBUFM, uses it as an index value to the 
dot pattern table corresponding to the next successive column, and 
determines if a dot is to be p r i n t e d at this p o s i t i o n . If so, 
position mask IBITL or IBITU, which collectively contain a single '1', 
indicating the current character position, is used to insert a '1' 
into the pattern developed in lOUTU and lOUTL, which is the pattern 
ultimately used to selectively energize the thermal elements. 
This loop is repeated u n t i l a l l ten characters have been examined, 
resulting in ten dot values written into the lOUTU, lOUTL locations. 
FIGURE 3,4 Flowchart, Subroutine SET_DOTP 
e) Subroutine PRINT_DOT. 
Figure 3.5 shows the flowchart of the subroutine PRINT_DOT. 
If a correct activity is sensed by OUT_PBUFF, the subroutine PRINT_DOT 
is called. It loops until a strobe PI occurs, signifying that the 
thermal elements are in position to print dots. When PI occurs, 
PRINT_DOT performs the following sequence of events: 
- It reconfigures the MC6821 PIA (via proper loading of CRB) making 
CBl sensitive to the next negative transition. 
- It increments the dot counter IDOT. 
- It turns on the thermal elements (those enabled by the set up 
pattern of column 1, stored in lOUTL and lOUTU) for 1.7ms. 
- While the dot printing is in progress, it calls the subroutine 
SET_DOTP, setting up the dot pattern for the next column. 
Upon return from PRINT_DOT, OUT_PBUFF calls it once again, printing 
the next set of 10 dots. 
OUT_PBUFF then tests to see if 90 dot positions have been traced out 
(including 30 'blanks' which constitute a 3 row space at the bottom of 
the printed line). 
If IDOT<90, PRINT_DOT is repeated until the entire line has been 
printed. 



















FIGURE 3.5 F l o w c h a r t , Subroutine PRINT_DOT 
f) Subroutine OUT_PBUFF. 
Figure 3.6 shows the flowchart of the subroutine OUT_PBUFF. Refer to 
section 2.3.1 Chapter 2, for a complete description of the operation 
of the Thermal Printer 
The individual characters are formed as dot patterns 5 columns wide by 
7 rows high. Three blank rows separate the individual lines. Dots 
are generated by enabling the drivers for approximately 1.7 ms while 
the head is moving and disabling for 0.6 ms between dots. 
A 2 0 character line is printed by the simultaneous movement and the 
thermal activation of ten thermal elements (TEl to TEIO). Each 
element prints 2 characters in the line. The line printing involves 
the following sequence of events: 
- The printer motor drives the ten thermal elements horizontally 
through a displacement which sweeps each element through two character 
intervals. At the end of one such horizontal sweep, a single row of 
dots 20 characters wide is printed. 
- When the thermal elements reach the end of horizontal travel in one 
direction, the printer motor advances the paper one dot interval. The 
thermal elements are then swept horizontally in the opposite 
direction, generating a second line of dots. 
- This process is repeated 7 times, generating all 10 characters. 
- Three additional lines are swept out with no thermal activation, 
generating a space to separate adjacent lines. 



















F I G U R E 3.6 F l o w c h a r t , S u b r o u t i n e O U T _ P B U F F 
CHAPTER 4 
CONCLUSIONS AND RECOMMENDATTnN.q 
4.1 CONCLUSIONS. 
Interfacing the ECB to a RS Data 588-538 Liquid Crystal Display for 
screen output and to a Rockwell International Thermal Printer PU180 0 
for hard copy production has been achieved. A line editor program, 
written in Pascal, has also been developed to provide the ECB with a 
set of editor commands similar to those of the AIM-65. 
The ECB to RS data 588-538 interface and the ECB to PU1800 interface 
have been tested successfully on the ECB 
The line editor program and the software drivers for the display and 
printer were tested as a single module on the department's HP64000 
M i c r o p r o c e s s o r Development System. The line editor program was 
compiled and then linked to the relocatable code from the assembly of 
the drivers for the display and printer to produce an absolute file. 
Using the 68000 Emulator on the HP64000, the absolute file was loaded 
into emulation memory, configured as ROM, and executed in the proper 
68 000 environment. Simulated I/O enabled the HP6400 0 keyboard to be 
used to run the editor and verify that all commands ran correctly. 
This research fulfilled the requirements outlined for the project. 
However, like most research and development projects of this type, 
there is always an amount of additional work that can be done to 
improve the programs and expand their usefulness. For this reason, the 
various programs are written in a subroutine format to allow program 
modifications to be carried out with ease by future programmers, if 
required. 
Towards the end of this project, the University of Wollongong provided 
sufficient money to set up a laboratory of PC type computers networked 
to a file server as part of a foundation grant for the new chair in 
C o m p u t e r E n g i n e e r i n g . This has meant that the e n d result of the 
project has no longer a place in the education of students in the 
Department. Thus the extra time and effort to make the system fully 
operational has not been expended. A l l the parts described worked on 
their own but were not tested as a single entity. 
4.2 RECOMMENDATIONS. 
The project was to implement a stand alone microcomputer, faster and 
m o r e p o w e r f u l than the A I M - 6 5 , but as easy to use a n d relatively 
i n e x p e n s i v e , f o r t e a c h i n g a s s e m b l y l a n g u a g e . S u g g e s t e d 
recommendations for future developments are listed below: 
a) Interfacing the 54 key A S C I I typewriter like keyboard to the ECB. 
b) Interfacing a low cost floppy drive to the ECB. 
c) Development of an assembler/disassembler/debugger. 
d) A l l software to be integrated in a single system and stored in 
EPROM. 
The alternative solutions to the upgrade of the Department's Digital 
Laboratory have been discussed in detail in Chapter 1, however in the 
context of teaching assembly language, it is u s e f u l to repeat here 
that the stand alone microcomputer was considered instead of the host 
supported or the networked microcomputers for the following reasons: 
a) Cost to set up a network of microcomputers was beyond the financial 
resources of the department 
b) If a stand alone microcomputer fails due to a hardware fault, the 
other users are not affected. 
c) Each microcomputer has all of its own resources and thus the user 
does not wait for resource allocation. 
d) Saving and backing up of files is entirely in the hands of the 
user. 
e) The system does not require an operator. 
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A P P E N D I X ( S E C T I O N A ) 
L I N E E D I T O R P R O G R A M . 
" 6 8 0 0 0 " 
$ F A R $ 
P R O G R A M E D I T O R ; 
L A B E L 
1 , 2 , 3 , 4 , 5 , 6 , 7 , 8 ; 
C O N S T 
D E F A U L T S T A R T = 0 0 ; 
D E F A U L T E N D = 2 9 9 9 9 ; 
M A X C H A R = 8 0 ; 
E O F I L E = # 0 0 ; 
T Y P E 
R E C _ T Y P E = A R R A Y [ 0 . . 7 9 ] O F C H A R ; 
F I L E _ T Y P E = F I L E O F R E C _ T Y P E ; 
C A _ P T R = ^ C A _ B U F F E R ; 
C A _ B U F F E R = A R R A Y [ 0 . . 7 9 ] O F C H A R ; 
$ E X T E N S I O N S 0 N $ 
V A L U E L I M I T = P A C K E D A R R A Y [ 0 . . 5 ] O F C H A R ; 
N A M E O F F I L E = P A C K E D A R R A Y [ 0 . . 1 1 ] O F C H A R ; 
F I L E C H A R = F I L E O F C H A R ; 
E N T R Y = P A C K E D A R R A Y [ 0 . . 7 9 ] O F C H A R ; 
A D D R E S S A R R A Y = A R R A Y [ 0 . . 9 9 9 ] O F I N T E G E R ; 
C H A R A C T E R A R R A Y = A R R A Y [ 0 . . 2 9 9 9 9 ] O F C H A R ; 
VAR 
S T A R T L I M I T , ENDLIMIT, CURRENTSTART, CURRENTEND, L I N E P O I N T E R , 
ENDLINE, ADDRESSEND, M, N, INOUT, INSERTEND, CURRENTINSERTEND 
LINECOUNTER, D I S _ F L A G , ONELINE_FLAG: INTEGER; 
COMMAND, CHRC, INSERTMODE, FINDFLAG, CHANGEFLAG: CHAR; 
VALUE_1 , VALUE_2 : VALUELIMIT; 
CURRENTFIND: ENTRY; 
ADDRES S : ADDRES SARRAY; 
TEXTBUFFER, SCRAFBUFFER: CHARACTERARRAY; 
$EXTVAR ON$ 
VAR 
D I S B U F F E R : ENTRY; TRANSBLOCK, PRTLINE: INTEGER; A S C I I : CHAR; 
$EXTVAR OFF$ 
SORG 9 0 0H$ 
D I S PLAY_CA:CA_BUFFER; 
$ORG 9 8 0H$ 
KEYBOARD_CA:CA_BUFFER; 
$END_ORG$ 
PROCEDURE P i n i t _ p a s c a l _ i o ;EXTERNAL; 
• • ' e x t e r n a l ' p r o c e d u r e f r o m ' 6 8 0 0 0 / 6 8 0 1 0 Emu 1 a t o r / A n a 1 y z e r ' . 
PROCEDURE I N I T _ S I M I 0 _ L I B ( D I S PLAY_CA, 
PRINTER_CA, 
RS2 3 2_CA, 
KEYB0ARD_CA, 
DISC 1 CA, 
D I S C _ 2 _ C A , 
D I S C _ 3 _ C A , 
D I S C _ 4 _ C A , 
D I S C _ 5 _ C A , 
D I S C _ 6 _ C A : C A _ P T R ) ; E X T E R N A L ; 
» • ' e x t e r n a l ' p r o c e d u r e f r o m ' 6 8 0 0 0 / 6 8 0 1 0 Emu I a t o r / A n a 1 y z e r 
» • s i m u 1 a t ed I / O ' . 
PROCEDURE R E G ; E X T E R N A L ; 
* * ' e x t e r n a l ' p r o c e d u r e t o c a r r y o u t t h e i n i t i a l i z a t i o n r o u t i n e 
• » o f t h e L C D . 
PROCEDURE O U T D I S ; E X T E R N A L ; 
• • ' e x t e r n a l ' p r o c e d u r e t o c a r r y o u t t h e t r a n s f e r r o u t i n e o f t h e D i s p l a y 
B u f f e r t o t h e L C D D a t a R e g i s t e r . 
PROCEDURE P R T ; E X T E R N A L ; 
» • ' e x t e r n a l ' p r o c e d u r e t o c a r r y o u t h a r d c o p y p r o d u c t i o n , b y t h e T h e r m a l 
P r i n t e r , w i t h p a r a m e t e r s f r o m t h e l i n e e d i t o r p r o g r a m . 
PROCEDURE C L S ; 
» • To c l e a r t h e D i s p l a y B u f f e r a n d s e n d i t t o t h e LCD M o d u l e . 
VAR 
I : I N T E G E R ; 
BEGIN 
FOR I:= 0 TO 79 DO DISBUFFER[I] 
OUTDIS 
END; 
PROCEDURE MESSAGE(NUMBER: INTEGER); 
»» To display a message according to a number. 
VAR 
I, J: INTEGER; 
BEGIN 
CLS ; 
















ENTER E(EDIT), P(PRINT), Q(QUIT): '; 
EDITOR FROM= '; 
PRINT IN HEX VALUES '; 
NOT RECOGNISED '; 
PRINT IN ASCI I ' ; 
STRING NOT FOUND, ENTER T: '; 
SPACE FOR KEYBOARD, T FOR DISK:'; 
END OF TEXT, ENTER T,U,I,R,Q: '; 
EMPTY BUFFER, INSERT OR (Q FOR QUIT) 
• QUIT TEXT EDITOR [Y/N]: '; 
» NB OF LINES TO LIST: (SPACE,. 
• LIST: D(DISPLAY), T(DISK): '; 
• END OF LISTING, ENTER T: '; 
• STRING CHANGED rO= '; 












• READ FRCM DISK; FILENAME: (Q: QUIT) 
• CANNOT FIND; REENTER FILENAME: '; 
• END OF WRITING TO DISK, ENTER T: '; 
• OVERWRITE EXISTING FILE [Y/N]: '; 
• END OF READING FRCM DISK" ' ; 
• START A NEW EDITOR [Y/N]: '; 
• TYPE OF PRINTING: '; 
• QUIT EDITOR [Y/N]: '; 
CCmiAND MODE : T , E , P , Q ' ; 
EDIT MODE '; 
26:BEGIN 
DISBUFFER:= EDITOR FROM= '; 
I := 17 ; 
J:= 1; 
REPEAT 
DISBUFFER[I] := VALUE_1 [J] ; 
I:= SUCC(I); 
J:= SUCC(J) 
UNTIL (J = 6 ) ; 







DISBUFFER:= EDITOR FROM= 
I := 17 ; 
J : = 1 ; 
REPEAT 
D I S B U F F E R [ I ] : = VALUE_1 [ J ] ; 
I : = S U C C ( I ) ; 
J : = SUCC(J ) 
UNTIL ( J = 6 ) ; 
D I S B U F F E R [ 2 2 ] : = ' ' ; 
D I S B U F F E R [ 2 3 ] : = ' T ' ; 
b l S B U F F E R [ 2 4 ] : = ' o ' ; 
D I S B U F F E R [ 2 5 ] : = ' = ' ; 
D I S B U F F E R [ 2 6 ] : = ' 
I : = 2 7 ; 
J := 1 ; 
REPEAT 
DISBUFFER[ I ] : = VALUE_2 [ J ] ; 
I : = S U C C ( I ) ; 
J : = SUCC(J ) 
UNTIL ( J = 6 ) 
END; 
2 8 : B E G I N 
FOR I : = 24 TO 39 DO D I S B U F F E R [ I ] : = 
I : = 2 5 ; 
J := 1 ; 
REPEAT 
D I S B U F F E R [ I ] : = V A L U E _ 1 [ J ] ; 
I : = S U C C ( I ) ; 
J : = SUCC(J ) 
UNTIL ( J = 5 ) 
END; 
2 9 : D I S B U F F E R : = ADDRESS OF BLOCK TO P R I N T : 
3 0 : B E G I N 
D I S B U F F E R : = ADDRESS OF BLOCK TO P R I N T : 
I : = 3 1 ; 
J : = 1 ; 
REPEAT 
DISBUFFER[ I ] : = VALUE_1 [ J ] ; 
I : = S U C C ( I ) ; 
J : = S U C C ( J ) 
UNTIL ( J = 6 ) 
END; 
3 1 : D I S B U F F E R : = NB OF LINES TO P R I N T : ' ; 
3 2 : B E G I N 
D I S B U F F E R : = NB OF LINES TO P R I N T : ' ; 
I : = 2 5 ; 
J : = 1 ; 
REPEAT 
D I S B U F F E R [ I ] : = V A L U E _ 1 [ J ] ; 
I : = S U C C ( I ) ; 
J : = S U C C ( J ) 
UNTIL ( J = 5 ) 
END; 




PROCEDURE T O P L I N E ( V A R ATM?: CHAR); 
A f t e r t h e l a s t l i n e o f t e x t , o n l y i n s e r t c o m m a n d , up o n e 
• • l i n e c o m m a n d , t o p l i n e a n d q u i t c o m m a n d s a r e a l l o w e d . 
BEGIN 
M E S S A G E ( 8 ) ; 
REPEAT 
READLN(ATMP) 
U N T I L ( O R D ( A T M P ) I N [ 7 3 , 8 1 , 8 2 , 8 4 , 8 5 ] ) 
END; 
PROCEDURE MUSTINSERT(VAR ATMP: CHAR); 
• • I f T e x t B u f f e r i s e m p t y , i n s e r t t e x t o r q u i t e d i t o r . 
BEGIN 
M E S S A G E ( 9 ) ; 
REPEAT 
READLN(ATMP) 
U N T I L ( O R D ( A T M P ) I N [ 7 3 , 7 7 , 8 1 ] ) 
END; 
PROCEDURE CONVERT_l (NUM: INTEGER; VAR VAL: V A L U E L I M I T ) ; 
» • T o c o n v e r t an i n t e g e r i n t o an a r r a y o f c h a r a c t e r s f o r d i s p l a y 
VAR 
Q 1 , Q 2 , Q 3 , Q 4 , 0 1 1 , Q 2 2 , Q 3 3 , Q 4 4 , R 1 , R 2 , R 3 , R 4 , R 4 4 : INTEGER; 
BEGIN 
Q 1 : = NUM D I V 1 0 0 0 0 ; 
Q l l : = 0 1 + 4 8 ; 
I F ( 0 1 = 0 ) THEN 
V A L [ 1 ] : = C H R ( 3 2 ) 
ELSE 
V A L [ 1 ] : = C H R ( Q 1 1 ) ; 
R 1 : = N U M - Q l • 1 0 0 0 0 ; 
Q 2 : = R1 DIV 1 0 0 0 ; 
Q 2 2 : = Q 2 + 4 8 ; 
IF ( ( Q 1 = 0 ) A N D ( Q 2 = 0 ) ) THEN 
V A L [ 2 ] : = C H R ( 3 2 ) 
ELSE 
V A L [ 2 ] : = CHR(Q2 2 ) ; 
R 2 : = R 1 - Q 2 » 1 0 0 0 ; 
Q 3 : = R2 DIV 1 0 0 ; 
Q 3 3 : = Q 3 + 4 8 ; 
IF ( ( Q 1 = 0 ) A N D ( Q 2 = 0 ) A N D ( Q 3 = 0 ) ) THEN 
V A L [ 3 ] : = C H R ( 3 2 ) 
ELSE 
V A L [ 3 ] : = CHR(Q3 3 ) ; 
R 3 : = R 2 - Q 3 » 1 0 0 ; 
Q 4 : = R3 DIV 1 0 ; 
Q 4 4 : = Q 4 + 4 8 ; 
V A L [ 4 ] : = CHR(Q4 4 ) ; 
R 4 : = R 3 - Q 4 » 1 0 ; 
R 4 4 : = R 4 + 4 8 ; 
V A L [ 5 ] : = CHR(R4 4 ) 
END; 
PROCEDURE VALID(VAL: VALUELIMIT; VAR ERRORFLAG: INTEGER); 
To check if an array of characters is of digits only. 
•• If not, set an error flag, 
BEGIN 
ERRORFLAG:= 0; 
IF ((ORD(VAL[5])<48)OR(ORD(VAL[5])>57)) THEN ERRORFLAG 
IF ((ORD(VAL[4])<4 8)OR(ORD(VAL[4])>57)) THEN ERRORFLAG 
IF ((ORD(VAL[3])<48)OR(ORD(VAL[3])>57)) THEN ERRORFLAG 
IF ((ORD(VAL[2])<48)OR(ORD(VAL[2])>57)) THEN ERRORFLAG 
IF ((ORD(VAL[1])<4 8)OR(ORD(VAL[1])>57)) THEN ERRORFLAG 
END; 
PROCEDURE CONVERT_2(VAL: VALUELIMIT; VAR NUM, ERROR: INTEGER); 
•» To convert an array of digits into an integer. 
BEGIN 
ERROR:= 0; 
IF (VAL[5]<>' ' )THEN BEGIN 
VALID(VAL,ERROR); 
IF (ERROR=0) THEN 
NUM:= (ORD(VAL[5])-48)+10•(ORD(VAL[4])-48)+100•(ORD(VAL[3])-48) 
+100 0»(ORD(VAL[2])-48)+10000•(ORD(VAL[1])-4 8) 
END; 




IF (ERROR=0) THEN 









IF (ERROR=0) THEN 
NUM:= (ORD(VAL[3])-48)+10•(ORD(VAL[2])-48)+l00•(ORD(VAL[1])-48) 
END; 






IF (ERROR=0) THEN 
NUM:= (ORD(VAL[2])-48)+10*(ORD(VAL[1])-48) 
END; 
IF ((VAL[5]=' ')AND(VAL[4]=' ')AND(VAL[3]=' ')AND(VAL[2]=' ') 




VAL[2] : = 6 ; 
VALID(VAL,ERROR); 
IF ERROR=0 THEN NUM:= (ORD(VAL[1])-48) 
END 
END; 
PROCEDURE LIMIT(DEFAULT_1 , DEFAULT_2 : INTEGER; FLAG: CHAR; 
VAR A: INTEGER; VAR VAL_1 : VALUELIMIT) ; 
To input the lower or upper limit of Text Buffer, check if in range: 
»* The lower limit must be between the default limjts of Text Buffer. 
** The upper limit must be between the user lower limit and the default 




I, K, L, BLANK: INTEGER; 
BEGIN 
2 0 : VAL_1 : = ' ' ; 
BLANK:= 0; 
READLN(VAL_1 ) ; 
FOR I:= 1 TO 5 DO 
IF (VAL_1[I] <> ' ') THEN BLANK:= 1; 
IF (BLANK=0) THEN BEGIN 
A:= A; 
CONVERT_l ( A , VAL_1 ) ; 
GOTO 2 1 
END 
ELSE BEGIN 
CONVERT_2 (VAL_1 ,A,L); 
IF (L=l) THEN GOTO 20 
ELSE BEGIN 
IF (FLAG='L') THEN 
IF NOT ((DEFAULT_1<=A)AND(A<DEFAULT_2)) THEN GOTO 20; 
IF (FLAG='U')THEN 










L IMI T( STARTL IMI T.DEFAULTEND, 'u' , ENDLIMIT , VALUE_2 ) ; 
MESSAGE(27) 
END; 
PROCEDURE STORE(A,B:INTEGER; VAR C,D:INTEGER; END_FLAG,INSERTMODE:CHAR) 
To store text in 'edit mode', program size is u^ to 30K bytes, 
** or to store one (or more lines) in 'revise mode . 
*» In 'edit mode', text is stored in an array whose the range 
** can be set to any value up to 30K. 
Each line has a maximum of 80 charactcrs and ends by a CR', 
text is terminated by two consecutive 'CR'. 
LABEL 
25, 26, 27 ; 
VAR 
LINE: ENTRY; 
I, J, K, L, BLANK: INTEGER; 
BEGIN 
J:= A; 
D:= 0 ; 
25:FOR 1::= 0 TO 7 9 DO LINE[I]:= ' '; 
BLANK := 0 ; 
READLN(LINE); 
FOR L:= 1 TO 7 9 DO 
IF (LINE[L] <> ' ') THEN BLANK := 1; 
IF ((BLANK=0)AND(INSERTMODE='6')AND(END_FLAG<>'R'))THEN BEGIN 
MESSAGE(24) 
GOTO 2 6 
END; 
IF ((BLANK=0)AND(INSERTMODE='6')AND(END_FLAG='R')) THEN GOTO 26; 
IF ( (BLANK=0)AND( INSERTMODEo'6 ' ) ) THEN GOTO 26; 
CLS ; 




I := PRED(I) 
UNTIL (LINE[I]<>' '); 
I : = I + l ; 
L I N E [ I ] : = C H R ( 1 3 ) ; 
K : = I + l ; 
I : = 1 ; 
R E P E A T 
T E X T B U F F E R [ J ] : = L I N E [ I ] ; 
J : = S U C C ( J ) ; 
I : = S U C C ( I ) 
U N T I L ( I = K ) ; 
D : = D + 1 ; 
C : = A + K - 1 ; 
I F ( I N S E R t M O D E = ' I ' ) THEN GOTO 2 7 
E L S E GOTO 2 5 ; 
2 6 : T E X T B U F F E R [ J - 1 ] : = C H R ( O O ) ; 
I F ( I N S E R T M O D E = ' R ' ) THEN B E G I N 
T E X T B U F F E R [ J - 1 ] : = C H R ( 1 3 ) ; 
C : = J 
END; 
2 7 : E N D ; 
PROCEDURE S T O R E _ F C ( V A R I N S E R T E N D : I N T E G E R ) ; 
** I n p u t o n e s t r i n g f r o m k e y b o a r d o f u p t o 80 c h r a c t e r s f o r f i n d 
** o r ' c h a n g e ' c o m m a n d s . 
LABEL 
2 9 ; 
VAR 
I : I N T E G E R ; 
BEGIN 





I : = 7 9 ; 
REPEAT 
I := F R E D ( I ) 
UNTIL (CURRENTFIND[ I ] < > ' ' ) ; 
INSERTEND:= I ; 
2 9 :END; 
PROCEDURE BLOCKMOVE(VAR NEWSTART, OLDSTART: INTEGER); 
** Move o n e b l o c k of memory t o t h e end of T e x t B u f f e r , t o l e a v e 
»» a g a p f o r i n s e r t e d l i n e s . 
VAR 




A : = CURRENTEND; 
B : = ADDRESSEND; 
REPEAT 
TEXTBUFFER[A] := TEXTBUFFER[B]; 
A : = PRED(A) ; 
B : = PRED(B) 
UNTIL (B=OLDSTART-l ) 
END; 
PROCEDURE RETRIEVE(VAR ENDINSERT, STARTBLOCK: INTEGER); 
•• Move back the old block of memory when insertion terminates. 
VAR 



















ADDRES S[LINEPOINTER] := CURRENTSTART; 
I:= CURRENTSTART; 
30:WHILE ((TEXTBUFFER[I]<>CHR(13))AND(TEXTBUFFER[I]<>CHR(00))) DO 
I:= SUCC(I); 
IF (TEXTBUFFER[I]=CHR(13)) THEN BEGIN 
LINEPOINTER:= LINEPOINTER+1 
I:= I+l; 
ADDRES S[LINEPOINTER] := I ; 




ENDLINE:= LINEPOINTER ; 
IF (ENDLINE=0) THEN ONELINE_FLAG:= 1 
ELSE ONELINE FLAG:= 0 
END; 
PROCEDURE INSERT(INSERTMODE: CHAR; VAR ATMP: CHAR); 
To insert text which consists of one line (I command) or of many 
** lines (R command). 
•• Th e current line will be after the inserted lines. 
»• Wh en inserting one line, the input device is the keyboard. 
*• When inserting many lines, the input device can be the keyboard 
** or the floppy disk. 
** Insertion is allowed anywhere in the Text Buffer. 
VAR 
CUR_LINE, OLDST, NEWST, INS_END, COUNT: INTEGER; 
BEGIN 
CCmiAND : = ' 6 ' ; 
IF (LINEPOINTER<=ENDLINE) THEN 
BEGIN 
C U R _ L I N E : = L I N E P O I N T E R ; 
O L D S T : = ADDRES S [ L I N E P O I N T E R ] ; 
BLOCKMOVE(NEWST,OLDST); 
S T O R E ( O L D S T , N E W S T , I N S _ E N D , C O U N T , ' l ' , I N S E R 1 M 3 D E ) ; 
R E T R I E V E ( I N S _ E N D , N E W S T ) ; 
NEWADDRESS; 
L I N E P O I N T E R : = CUR_L INE+COUNT 
END 
ELSE BEGIN 
TEXTBUFFER[ADDRESSEND]:= C H R ( 1 3 ) ; 
O L D S T : = ADDRESSEND+1 ; 
I F ( I N S E R T M O D E = ' I ' ) THEN 
BEGIN 
S T O R E ( O L D S T , N E W S T , I N S _ E N D , C O U N T , ' I ' , ' l ' ) ; 
T E X T B U F F E R [ I N S _ E N D - 1 ] : = C U R ( 0 0 ) 
END 





PROCEDURE K I L L ( V A R ATMP: CHAR); 
• • D e l e t e t h e c u r r e n t l i n e a n d d i s p l a y t h e n e x t l i n e a s c u r r e n t l i n e 
LABEL 
4 0 ; 
V A R 
A , B , L I N E T O K I L L : I N T E G E R ; 
B E G I N 
A T M P : = ' 6 ' ; 
L I N E T O K I L L : = L I N E P O I N T E R ; 
I F ( L I N E T O K I L L = E N D L I N E ) T H E N B E G I N 
ADDRES SEND : = ADDREvS S [ L I N E T O K I L L ] - 1 ; 
T E X T B U F F E R [ A D D R E S S E N D ] : = C H R ( O O ) ; 
E N D L I N E : = E N D L I N E - 1 ; 
I F ( E N D L I N E < 0 ) T H E N M U S T I N S E R T ( A T M P ) ; 
I F ( E N D L I N E = 0 ) T H E N 
B E G I N 
O N E L I N E _ F L A G : = 1 ; 
A T M P : = C H R ( 8 4 ) 
E N D ; 
I F ( E N D L I N E > 0 ) T H E N A T M P : = C H R ( 6 6 ) ; 
GOTO 4 0 
END 
E L S E A : = A D D R E S S [ L I N E T O K I L L ] ; 
B : = A D D R E S S [ L I N E T O K I L L + 1 ] ; 
R E P E A T 
T E X T B U F F E R [ A ] : = T E X T B U F F E R [ B ] ; 
A : = S U C C ( A ) ; 
B : = S U C C ( B ) 
U N T I L ( B = A D D R E S S E N D + 1 ) ; 
N E W A D D R E S S ; 
L I N E P O I N T E R : = L I N E T O K I L L ; 
IF (LINEPOINTER=0) THEN ATMP:= CHR(84); 
IF (LINEPOINTER=ENDLINE) THEN ATMP:= CHR(66); 
4 0:END; 
PROCEDURE PRINT; 
Enter parameters of block to print, namely start address, number 
*• of lines and type of printing. 







ASCI I := 'B' ; 
4 5 :MESSAGE(29); 
A:= 00 ; 
LIMIT(2 3 04,3 27 67,'L',A,VALUE_1); 




A:= 00 ; 
LIMIT( 1,1000, 'L' ,A,VALUE_1 ); 












PROCEDURE COPY(A, B, C: INTEGER; VAR DISBUFFER: ENTRY); 




I, J: INTEGER; 
BEGIN 
DISBUFFER[39]:= ' '; 
FOR I:= A TO B DO DISBUFFER[I]:= ' '; 
I A; 








PROCEDURE ONE_L INE(A:INTEGER; VAR DI FLAG:INTEGER); 
Detect if the current line has less than 41 characters. 




I, J, K: INTEGER; 
BEGIN 
I:= ADDRESS[A]; 
WHILE ((TEXTBUFFER[I]<>CHR(13))AND(TEXTBUFFER[ I ]<>CIIR(00))) DO 
I:= SUCC(I); 
J:= I-ADDRESS[A]; 
IF (J<41) THEN BEGIN 
DIFLAG:= 0; 









** If the current line has less than 41 characters, store the message 
«« TOP OF TEXT*• ' in WINDOWl , store the next line in WINDOWS, 
• » store the current line in WINDOW2 . 
Send Display Buffer to LCD. 
V A R 
I , J , K , L : I N T E G E R ; 
B E G I N 
L I N E P O I N T E R : = 0 ; 
O N E _ L I N E ( L I N E P O I N T E R , D I S _ F L A G ) ; 
I F ( D I S _ F L A G = 0 ) T U E N B E G I N 
K : = A D D R E S S [ 0 ] ; 
C L S ; 
C O P Y ( 4 0 , 7 9 , K , D I S B U F F E R ) ; 
I F ( O N E L I N E _ F L A G = 0 ) T H E N B E G I N 
L : = A D D R E S S [ 1 ] ; 
C O P Y ( 2 0 , 3 8 , L , D I S B U F F E R ) ; 
E N D 
E L S E B E G I N 
F O R I : = 2 0 T O 3 9 D O 
D I S B U F F E R [ J ] : = ' 
D I S B U F F E R : = ' 
E N D ; 
D I S B U F F E R [ 1 9 ] : = C H R ( 2 5 5 ) ; 
F O R 1:=^ 0 T O 18 D O D I S B U F F E R [ I ] : = ' ' ; 
D I S B U F F E R : = T O P O F T E X T • • ' ; 
O U T D I S 
E N D 
• • E N D O F T E X T • • 
E N D ; 
P R O C E D U R E D I S _ B O T ; 
• • I f t h e c u r r e n t l i n e h a s l e s s t h a n 4 1 c h a r a c t e r s , s t o r e t h e m e s s a g e 
. . E N D O F T E X T » » ' i n W I N D O W S , s t o r e t h e p r e v i o u s l i n e i n W I N D O W l , 
•• store the current line in WINDOW2. 
Send Display Buffer to LCD. 
VAR 
I, J, K: INTEGER; 
BEGIN 
LINEPOINTER:= ENDLINE; 
ONE_L INE(LINEPOINTER,DI S_FLAG); 
IF (DIS_FLAG=0) THEN BEGIN 
CLS ; 
FOR I:= 2 0 TO 3 9 DO DI SBUFFER[ I]:= ' 
DI SBUFFER:= ' •• END OF TEXT 
DISBUFFER[19]:= CHR(255); 





FOR I := 0 TO 18 DO 
DISBUFFER[I]:= ' '; 
DI SBUFFER:= '•» TOP OF TEXT 
END; 
K:= ADDRESS[ENDLINE]; 





** Given a line pointer value, store the previous, the current, the 
next line in appropriate WINDOWS. 
VAR 
I, J, K, L: INTEGER; 
BEGIN 
ONE_L INE(LINEPOINTER,DI S_FLAG) ; 
IF (DIS_FLAG=0) TIIEN BEGIN 
CLS ; 










PROCEDURE DIS_DOWN(VAR ATMP: CHAR); 
If the line after the current line is not the bottom line, down 
•• one line is the current line. 
** Set up the Display Buffer and send it to LCD. 
BEGIN 




ELSE ATMP:= CHR(66) 
END; 
PROCEDURE DIS_UP(VAR ATMP: CHAR); 
*» If the line before the current line is not the top line, up one 
line is the current line. 
Set up the Display Buffer and send it to LCD. 
BEGIN 




ELSE ATMP:= CHR(84) 
END; 
PROCEDURE DIS_LIST(VAR LINEPOINTER: INTEGER); 
»• Wh en lines of text are listed: 
If the current line has less than 41 characters, store it into 
» » W I N D O W 2 . 
•• If the current line has more than 40 characters, store it into 
»» the whole Display Buffer. 
Send Display Buffer to LCD. 
VAR I, J: INTEGER; 
BEGIN 
ONE_L INE(LINEPOINTER,DIS_FLAG) ; 







PROCEDURE OPENINFILE(VAR INFILE: FI LECHAR; 
VAR INF I LEÑAME: NAMEOFFILE; VAR CH: CHAR) 
Enter a filename to read a file from disk. 
»» If file does not exist on disk, display warning message. 
LABEL 













{$1-} RESET(INFILE) {$1+}; 
OK:= (IORESULT=0); 
I F ( N O T O K ) T H E N B E G I N 
M E S S A G E ( 1 7 ) ; 
G O T O 15 
E N D 
U N T I L O K ; 
1 6 : E N D ; 
P R O C E D U R E \ V R I T E D I S K ( V A R C H : C H A R ) ; 
• • E n t e r a f i l e n a m e w h e n w r i t e a f i l e t o d i s k . 
I f f i l e i s a l r e a d y o n d i s k , o v e r w r i t e i t o r e n t e r a n o t h e r f i l e n a m e 
L A B E L 
2 0 , 2 1 ; 
V A R 
I : I N T E G E R ; 
O K : B O O L E A N ; 
A T M P : C H A R ; 
T A R G E T F I L E : N A M E O F F I L E ; 
O U T F I L E : F I L E C H A R ; 
B E G I N 
2 0 : M E S S A G E ( 1 5 ) ; 
R E A D L N ( T A R G E T F I L E ) ; 
I F ( T A R G E T F I L E = ' Q ' ) T H E N B E G I N 
C H : = C H R ( 8 1 ) ; 
G O T O 21 
E N D ; 
A S S I G N ( O U T F I L E , T A R G E T F I L E ) ; 
{ $ 1 - } R E S E T ( O U T F I L E ) { $ 1 + } ; 
OK:= (IORESULT=0); 




UNTIL (ATM? IN ['Y','N']); 
IF (ATMPrr'Y') THEN BEGIN 
REWRITE(OUTFILE); 




GOTO 2 1 
END 










PROCEDURE READDISK(VAR ATMP: CHAR); 
•» Enter filename until file exists on disk. 
** Read file from disk. 
L A B E L 
2 5 ; 
V A R 
I : I N T E G E R ; 
C H : C H A R ; 
S O U R C E F I L E : N A M E O F F I L E ; 
SOURCE: F I L E C H A R ; 
B E G I N 
C H : = ' 6 ' ; 
O P E N I N F I L E ( S O U R C E , S O U R C E F I L E , C H ) ; 
I F ( C H = C H R ( 8 1 ) ) T H E N B E G I N 
A T M P : = C H ; 
GOTO 2 5 
END 
E L S E 
R E S E T ( S O U R C E ) ; 
I : = 0 ; 
R E P E A T 
R E A D ( S O U R C E , C H ) ; 
S C R A P B U F F E R [ I ] : = C H ; 
I : = I + l 
U N T I L ( C H = E O F I L E ) ; 
C L O S E ( S O U R C E ) ; 
2 5 : E N D ; 
PROCEDURE L I S T ( V A R A T M P : C H A R ; V A R V A L _ 2 : V A L U E L I M I T ) ; 
» • T o o u t p u t a n u m b e r o f l i n e s o r a l l l i n e s o f t e x t t o L C D o r t o f l o p p y 
* * d i s k , s t a r t i n g f r om t h e c u r r e n t l i n e . 
• •» The number entered is up to 1000 lines. 
•• If a 'space' or a '.' is input, all lines will be listed. 
** To save text on floppy disk, text is first stored in a temporary 
•» buffer, then transferred to disk. 
To allow further reading from disk, text is terminated by an End 
»» of File (code $00). 
LABEL 
75, 77, 78, 79; 
VAR 
I, J, ERROR, NB_LIST, BLANK1, BLANK2: INTEGER; 
BEGIN 
7 5:MESSAGE(11); 




READLN(VAL_2 ) ; 
FOR I:= 1 TO 5 DO 
IF (VAL_2 [ I]<>' ') THEN BLANKl := 1; 
FOR I:= 2 TO 5 DO 
IF (VAL_2 [ I]<>' ' ) THEN BLANK2:= 1; 




UNTIL (ORD(ATMP)IN[ 68,84 ] ) ; 
IF (ATMP=CHR(68)) THEN GOTO 77; 









GOTO 7 9 
END; 
IF ((BLANK2=0)AND(VAL_2[1]='Q')) THEN BEGIN 
ATMP:= CHR(81); 
GOTO 7 8 
END; 
CONVERT_2 (VAL_2 ,NB_L I ST,ERROR); 
IF (ERROR=1) THEN GOTO 7 5 
ELSE BEGIN 
MESSAGE(28); 
IF ((LINEPOINTER+NB_LIST)<=ENDLINE) THEN 
BEGIN 





FOR LINEPOINTER:= LINEPOINTER TO ENDLINE DO 
DIS_LIST(LINEPOINTER); 
END; 
7 8 :END; 
M E S S A G E ( 1 3 ) ; 
79 : IF (ORD(A'IMP) = 81 )THEN GOTO 7 8 ; 
REPEAT 
READLN(ATMP) 
UNTIL (A ' IMP=CHR(84 ) ) 
END 
PROCEDURE INSERT_DISK(VAR ATMP: CHAR); 
•• R e a d f i l e on d i s k i n t o a t e m p o r a r y b u f f e r . 
•• T r a n s f e r i t i n t o T e x t B u f f e r . 
•• The c u r r e n t l i n e w i l l be a f t e r t h e i n s e r t e d l i n e s 
I n s e r t i o n can be a n y w h e r e in t h e t e x t . 
LABEL 
3 5 ; 
VAR 
I , J , CUR_LINE, OLDST, NEWST, INS_END: INTEGER; 
BEGIN 
COMMAND:= ' 6 ' ; 





IF (ATMP=CHR(81)) THEN GOTO 3 5 
ELSE BEGIN 
I:= ADDRESS[CUR_LINE]; 
J := 0 ; 
REPEAT 































PROCEDURE FINDSTRING(VAR A, B, C: INTEGER; VAR CH: CHAR); 
• Find a matched pattern. 
• Search for the first matched character. 
• If successful, search for all next consecutive Ina tched characters 
» If unsuccessful, repeat search at next address. 
• If successful, send Display Buffer with matched pattern as 
» current line to LCD. 
• If not, display warning message. 
LABEL 
50, 51, 52, 53; 
VAR 






IF (D=ADDRESSEND) THEN 
GOTO 51 
UNTIL (TEXTBUFFER[D J =CURRENTFIND[1]); 
B:= D; 





IF (E>A) THEN 
BEGIN 
C:= D; 
WHILE ((ADDRESS[LINEPOINTER]<=C)AND(LINEPOINTER<ENDLINE)) DO 
BEGIN 
LINEPOINTER:= LINEPOINTER+1; 
IF LINEPOINTER=ENDLINE THEN GOTO 5 3 
END; 
LINEPOINTER:= LINEPOINTER-1; 
53:IF (LINEPOINTER=0) THEN DIS_TOP 
ELSE 





GOTO 5 2 
END ELSE 
DIS LINE; 
R E A D L N ( C H ) ; 
I F ( ( C H = C H R ( 3 2 ) ) A N D ( C H A N G E F L A G = ' 1 ' ) ) 
O R ( ( C H = C H R ( 7 0 ) ) A N D ( F I N D F L A G = ' l ' ) ) THEN 
B E G I N 
L I N E P O I N T E R : = L I N E P O I N T E R + 1 ; 
D : = ADDRESS [ L I N E P O I N T E R ] - 1 ; 
GOTO 5 0 
END 
E L S E GOTO 5 2 
END 
E L S E B E G I N 
D : = B ; 
GOTO 5 0 
E N D ; 
5 1 : M E S S A G E ( 6 ) ; 
R E P E A T 
R E A D L N ( C H ) 
U N T I L ( C H = C H R ( 8 4 ) ) ; 
5 2 : F I N D F L A G : = ' 0 ' ; 
C H A N G E F L A G : = ' 0 ' 
E N D ; 
PROCEDURE C H A N G E S T R I N G ( V A R A T M P : C H A R ) ; 
* * F i n d a m a t c h e d p a t t e r n . 
C h a n g e i t t o a n e w s t r i n g o r d e l e t e i t . 
L A B E L 
80 ; 
VAR 
INSERT_END, B , OLDS, D , E , F , CURRENT: INTEGER; 
BEGIN 
CHANGEFLAG:= ' 1 ' ; 
S T O R E _ F C ( I N S E R T _ E N D ) ; 
F I N D S T R I N G ( I N S E R T _ E N D , B , O L D S , A I M P ) ; 
CURRENT:» L I N E P O I N T E R ; 
I F ( A T M P = ' = ' ) THEN BEGIN 
M E S S A G E ( 1 4 ) ; 
BLOCKMOVE(D,OLDS); 
S T O R E ( B , E , I N S E R T _ E N D , F , ' l ' , ' l ' ) ; 
INSERT_END:= I N S E R T _ E N D - 1 ; 
R E T R I E V E ( I N S ERT_END,D) 
END; 
I F ( a t m p = ' k ' ) t h e n b e g i n 
BLOCKMOVE(D,OLDS); 
R E T R I E V E ( B , D ) 
END; 
NEWADDRESS; 
L I N E P O I N T E R : = CURRENT; 
I F ( L I N E P O I N T E R = 0 ) THEN D I S _ T O P 
ELSE I F ( L I N E P O I N T E R = E N D L I N E ) THEN BEGIN 
D I S _ B O T ; 
REPEAT 
READLN(ATMP) 
UNTIL ( A T M P = ' T ' ) ; 
g o t o 8 0 
END 
ELSE DIS_LINE; 
8 0: END; 
BEGIN 
Process valid editor commands in 'cdit','insert' and 'command' modes 
















READLN ( CONMAND ) 
UNTIL (ORD(COM^IAND) IN[ 69 , 80 , 81 ] ) ; 








INSERTMODE:= ' 6 ' ; 
M E S S A G E ( 2 5 ) ; 
STORE( STARTLIMIT, ENDLIMIT, INSERTEND , LINECOUNTER, ' 6 \ INSERIMODE) ; 
NEWADDRESS; 
5 :REPEAT 
READLN ( COMVIAND ) 
UNTIL (ORD(COMMAND)IN[ 6 9 , 8 0 , 8 1 , 8 4 ] ) ; 
7 : C A S E ORD(CCMvlAND) OF 
6 9 :BEGIN 
M E S S A G E ( 2 1 ) ; 
REPEAT 
READLN(CHRC); 
UNTIL ( O R D ( C H R C ) I N [ 8 9 , 7 8 ] ) ; 
IF (ORD(CHRC)=8 9 ) THEN GOTO 6 
ELSE BEGIN 




















8 4:GOTO 3; 
END; 
2 :READLN(CO^^MAND) ; 














I F (ORD(COMVlAND) = 8 5 ) THEN CCMV1AND:= C H R ( 6 6 ) ; 
GOTO 3 
END 
E L S E GOTO 4 
END; 
6 7 : B E G I N 
CHANGESTRING(CONtvlAND) ; 
IF((CONTvlAND=' = ' ) O R ( C O M M A N D = ' K ' ) ) T H E N GOTO 2 ; 
GOTO 3 
END; 
6 8 : B E G I N 
I F ( O N E L I N E _ F L A G = l ) THEN TOFLINE(COfvMAND) 
E L S E BEGIN 
CO^MAND: = ' 6 ' ; 
DI S_DOWN ( CONfvlAND ) 
END; 
I F (C0M^1AND=CHR(66)) THEN GOTO 3 
END; 
7 0 : B E G I N 
F I N D F L A G : = ' l ' ; 
S T O R E _ F C ( I N S E R T E N D ) ; 
F I N D S T R I N G ( INSERTEND,M,N , COiVMAND) ; 
GOTO 3 
END; 
7 3 : B E G I N 
I N S E R T ( ' I ' .CONtvlAND) ; 
I F (ORD(COMVIAND) IN[ 7 3 . 77 , 81 , 84 ] ) THEN GOTO 3 
ELSE D I S _ L I N E 
END; ' 
7 5 :BEGIN 





IF (ORD(COMMAND)<>5 4 ) THEN GOTO 3 ; 
D I S _ L I N E 
END; 
7 6 : B E G I N 
LIST(COMVIAND,VALUE_l ) ; 
IF (ORD(COMMAND)IN[81 ,841 ) THEN GOTO 3 
END; 
8 1 : B E G I N 
M E S S A G E ( 1 0 ) ; 
REPEAT 
READLN(CHRC) 
UNTIL ( O R D ( C H R C ) I N [ 7 8 , 8 9 ] ) ; 
IF ( O R D ( C H R C ) = 8 9 ) THEN BEGIN 
M E S S A G E ( 2 4 ) ; 
GOTO 5 
END 







UTfTIL (ORD(CHRC) IN[ 32 , 84 ] ) ; 
IF (CHRC=CHR(32)) THEN 
INSERT ( ' R' , CONMAND ) 
ELSE INSERT_DISK(C0MV1AND) ; 











COMMAND: = ' 6 ' ; 
DI S_UP(COMMAND) ; 





APPENDIX (SECTION B). 
SOFTWARE INTERFACE ECB - LCD MODULE. 
The software interface, consists of 2 subroutines: 
They are called by the line editor program as 'external' procedures REG 
and OUTDIS. 
1) Subroutine REG. 
Before using the LCD Module, it is necessary to follow an initialization 
routine to ensure that the display processor has correctly formatted the 
display window and can correctly interpret further instructions. 
To set up an automatically incremented display with steady line cursor 
8 bit, 2 lines, 5X7 font+cursor, the following sequence: $38, $38, 
$06, $0C, $01, $02 is written into the LCD Instruction Register. 
GLB REG,RREG,EREG 
D A T A 







M O V E . L 
M O V E . L 
M O V E . W 























$ - 1 
2) Subroutine OUTDIS. 
This subroutine outputs the Display Buffer, set up by the line editor 
program, character by character, to the LCD Data Register, with a 
delay of 40 us after each write operation. 
GLB OUTDIS,ROUTDIS,EOUTDIS,DI SBUFFER 
DATA 
DR EQU 30 0 0BH 








MOVE.B [ A O ] + , D R 
MOVEQ.L # 5 , D 1 
SUBQ.L # 1 , D 1 
BNE OUTDDl 








$ - 1 
APPENDIX (SECTION Q . 
INTERFACE SOFTWARE ECB - THERMAL PRINTER. 
T h e s o f t w a r e i n t e r f a c e c o n s i s t s of v a r i o u s s u b r o u t i n e s . 
I t i s c a l l e d by t h e l i n e e d i t o r p r o g r a m a s ' e x t e r n a l ' p r o c e d u r e PRT 







V a l u e of t h i s f l a g d e t e r m i n e s t h e ^ t y p e of p r i n t i n g 
( i f $ 4 1 , p r i n t i n A S C 1 1 , d e f a u 1 t t y p e i s i n h e x a d e c i m a l ) 
C o n t r o l R e g i s t e r A ( $ 0 3 0 0 0 3 ) 
C o n t r o l R e g i s t e r B ( $ 0 3 0 0 0 7 ) 
D a t a D i r e c t i o n R e g i s t e r A ( $ 0 3 0 0 0 1 w i t h CRA2 = 0 ) . 
D a t a D i r e c t i o n R e g i s t e r B ( $ 0 3 0 0 0 5 w i t h CRB2 = 0 ) . 
U s e d t o c o n v e r t o n e b y t e of m e m o r y i n t o 2 A S C I I d i g i t s 
GPREG 
I B I T L 
I B I T U 
IBUFM 
I COL 
I D I R 
IDOT 
IMASK 










S t a r t a d d r e s s of a d d r e s s s p a c e r e s e r v e d f o r s a v i n g 
g e n e r a l p u r p o s e r e g i s t e r s . 
1 b i t m a s k f o r c u r r e n t o u t p u t , f o r s e t t i n g up t h e n e x t 
s o l e n o i d v a l u e ( i n i t i a l v a l u e = 1 ) . 
U p p e r p a r t of m a s k . 
S t a r t a d d r e s s of p r i n t e r b u f f e r . 
P r i n t e r b u f f e r i s c o m p o s e d of 20 m e m o r y l o c a t i o n s . 
C o l u m n t o be p r i n t e d n e x t ( l e f t m o s t c o l u m n i s 0 , 
r i g h t m o s t c o l u m n i s 4 ) . 
M o t i o n d i r e c t i o n of t h e r m a l h e a d ( l e f t = $ F F , r i g h t = 0 0 ) . 
D o t f l a g i . e . , n u m b e r of l a s t d o t e n c o u n t e r e d . 
M a s k f o r c u r r e n t r o w b e i n g p r i n t e d . 
O f f s e t of p r i n t e r b u f f e r ( v a l u e 0 m e a n s l e f t d i g i t 
t o b e p r i n t e d , v a l u e 1 m e a n s r i g h t d i g i t t o b e p r i n t e d ) 
S o l e n o i d p a t t e r n f o r 8 c h a r a c t e r s on r i g h t 
S o l e n o i d p a t t e r n f o r 2 c h a r a c t e r s on l e f t . 
A d d r e s s of t a b l e f o r c u r r e n t c o l u m n . 
A d d r e s s t a b l e w i t h d o t p a t t e r n s . 
D a t a R e g i s t e r A ( $ 0 3 0 0 0 1 w i t h CRA2 = 1 ) . 
D a t a R e g i s t e r B ( $ 0 3 0 0 0 5 w i t h CRB2 = 1 ) . 
S t a r t a d d r e s s of a d d r e s s s p a c e r e s e r v e d f o r p r i n t e r 
v a r i a b l e s 
N u m b e r of l i n e s t o p r i n t . 
P o i n t s t o s t a r t a d d r e s s of b l o c k of m e m o r y t o be 
p r i n t e d . 
























EQU 0 3 0 0 0 3H 
EQU 0 3 0 0 0 IH 
EQU 0 3 0 0 0 5H 
EQU 030007H 
EQU 030 00 IH 
EQU 0 3 0 0 0 5H 
DATA 
DS .W 1 
DS .B 1 
DS.W 2 OH 
DS .B 1 
DS .B 1 
DS .W OAH 
DS .B 1 
DS .B 1 
DS .B 1 
DS .B 1 
DS .B 1 
DS .B 1 
DS.B 1 
DS .B 1 
DS .W OAOH 
DS .W OEH 
DS .W 2 
TRANSBLOCK DS .W 2 
PRTLN EQU PRTLINE+2 
TRANSBLCK EQU TRANSBLOCK+2 
C . 2 ADDRESS TABLE FOR P R I N T COLUMN. 
T h e d o t p a t t e r n s f o r t h e c h a r a c t e r s a r e s t o r e d s o t h a t e a c h b y t e 
c o n t a i n s t h e d o t s f o r o n e c o l u m n of o n e c h a r a c t e r . 
S i n c e e a c h c o l u m n c o n t a i n s s e v e n d o t s , t h i s m e a n s t h a t o n e b i t p e r 
b y t e i s u n u s e d . 
T h e p a t t e r n s a r e o r g a n i s e d i n t o 5 t a b l e s of 64 b y t e s w h e r e e a c h 
t a b l e c o n t a i n s a l l t h e d o t p a t t e r n s f o r a p a r t i c u l a r c o l u m n . 
T h e b y t e s i n e a c h t a b l e a r e o r d e r e d a c c o r d i n g t o t h e c h a r a c t e r 
c o d e of t h e c h a r a c t e r b e i n g r e f e r e n c e d . 
T h e c h a r a c t e r c o d e c a n t h u s be u s e d t o d i r e c t l y i n d e x i n t o t h e t a b l e 
E a c h t a b l e c o n t a i n s d o t p a t t e r n s f o r 1 of t h e 5 c o l u m n s . 
D a t a a r e s t o r e d w i t h e a c h b y t e d e f i n i n g o n e c o l u m n of a c h a r a c t e r , 
w i t h t h e t o p d o t c o r r e s p o n d i n g t o t h e LSB i n t h e b y t e . 
MTBL - DOT PATTERNS FOR COLUMN 0 ( L e f t m o s t C o l u m n ) . 
$ 3 E , $ 7 E , $ 7 F , $ 3 E , $ 7 F , $ 7 F , $ 7 F , $ 3 E @ — G 
$ 7 F , $ 0 0 , $ 2 0 , $ 7 F , $ 7 F , $ 7 F , $ 7 F , $ 3 E H — O 
$ 7 F , $ 3 E , $ 7 F , $ 4 6 , $ 0 1 , $ 3 F , $ 0 7 , $ 7 F P — W 
$ 6 3 , $ 0 7 , $ 6 1 , $ 7 F , $ 0 3 , $ 0 0 , $ 0 2 , $ 4 0 X ~ < 
$ 0 0 , $ 0 0 , $ 0 0 , $ 1 4 , $ 2 4 , $ 6 3 , $ 6 0 , $ 0 0 
$ 0 0 , $ 0 0 , $ 1 4 , $ 0 8 , $ 4 0 , $ 0 8 , $ 4 0 , $ 6 0 ( - - / 
$ 3 E , $ 4 4 , $ 6 2 , $ 4 1 , $ 1 8 , $ 2 7 , $ 3 C , $ 0 1 0 - - 7 
$ 3 6 , $ 4 6 , $ 0 0 , $ 4 0 , $ 0 8 , $ 1 4 , $ 4 1 , $ 0 2 8 — ? 
DOT PATTERNS FOR COLUMN 1 . 
$ 4 1 , $ 0 9 , $ 4 9 , $ 4 1 , $ 4 1 , $ 4 9 , $ 0 9 , $41 @ - - G 
$ 0 8 , $ 4 1 , $ 4 0 , $ 0 8 , $ 4 0 , $ 0 2 , $ 0 6 , $41 H — O 
$ 0 9 , $ 4 1 , $ 0 9 , $ 4 9 , $ 0 1 , $ 4 0 , $ 1 8 , $20 P — W 
$ 1 4 , $ 0 8 , $ 5 1 , $ 4 1 , $ 0 4 , $ 0 0 , $ 0 1 , $40 X — < 
$ 0 0 , $00., $ 0 7 , $7F , $2A, $ 1 3 , $4E, $04 - - ' 
$1C, $ 4 1 , $ 0 8 , $ 0 8 , $ 3 0 , $ 0 8 , $ 0 0 , $10 ( — / 
$ 5 1 , $4 2 , $ 5 1 , $ 4 1 , $ 1 4 , $ 4 5 , $4A, $71 0 — 7 
$ 4 9 , $ 4 9 , $ 0 0 , $ 3 4 , $ 1 4 , $ 1 4 , $ 4 1 , $01 8 - - ? 
DOT PATTERNS FOR COLUMN 2 . 
$5D, $ 0 9 , $ 4 9 , $ 4 1 , $ 4 1 , $ 4 9 , $ 0 9 , $41 @ — G 
$ 0 8 , $7F , $ 4 1 , $ 1 4 , $ 4 0 , $0C, $ 0 8 , $41 H - - O 
$ 0 9 , $ 5 1 , $ 1 9 , $ 4 9 , $7F , $ 4 0 , $ 6 0 , $18 P — W 
$ 0 8 , $ 7 8 , $ 4 9 , $ 4 1 , $ 0 8 , $ 4 1 , $ 0 1 , $40 X — < 
$ 0 0 , $ 4 F , $ 0 0 , $ 1 4 , $7F , $ 0 8 , $ 5 9 , $02 
$ 2 2 , $ 2 2 , $3E, $3E, $ 0 0 , $ 0 8 , $ 0 0 , $08 ( — / 
$ 4 9 , $ 7 F , $ 5 1 , $ 4 9 , $ 1 2 , $ 4 5 , $ 4 9 , $09 0 — 7 
$ 4 9 , $ 4 9 , $ 4 4 , $ 0 0 , $ 2 2 , $ 1 4 , $ 2 2 , $51 8 — ? 
DOT PATTERNS FOR COLUMN 3 . 
$ 5 5 , $ 0 9 , $ 4 9 , $ 4 1 , $ 2 2 , $ 4 9 , $ 0 9 , $49 @ — G 
$ 0 8 , $ 4 1 , $ 3 F , $ 2 2 , $ 4 0 , $ 0 2 , $ 3 0 , $41 H — O 
$ 0 9 , $ 2 1 , $ 2 9 , $ 4 9 , $ 0 1 , $ 4 0 , $ 1 8 , $20 P ~ W 
$ 1 4 , $ 0 8 , $ 4 5 , $ 0 0 , $ 1 0 , $ 4 1 , $ 0 1 , $40 X - - < 
$ 0 0 , $ 0 0 , $ 0 7 , $ 7 F , $ 2 A , $ 6 4 , $ 2 6 , $01 - - ' 
$ 4 1 , $ 1 C , $ 0 8 , $ 0 8 , $ 0 0 , $ 0 8 , $ 0 0 , $04 ( — / 
$ 4 5 , $40\ $ 4 9 , $ 5 5 , $ 7 F , $ 4 5 , $ 4 9 , $05 0 7 
$ 4 9 , $ 2 9 , $ 0 0 , $ 0 0 , $ 4 1 , $ 1 4 , $ 1 4 , $09 8 - - ? 
DOT PATTERNS FOR COLUMN 4 . 
$ 1 E , $ 7 E , $ 3 6 , $ 2 2 , $ 1 C , $ 4 1 , $ 0 1 , $7A G 
$ 7 F , $ 0 0 , $ 0 1 , $ 4 1 , $ 4 0 , $ 7 F , $ 7 F , $3E H — O 
$ 0 6 , $ 5 E , $ 4 6 , $ 3 1 , $ 0 1 , $ 3 F , $ 0 7 , $7F P — W 
$ 6 3 , $ 0 7 , $ 4 3 , $ 0 0 , $ 6 0 , $ 7 F , $ 0 2 , $40 X - - < 
$ 0 0 , $ 0 0 , $ 0 0 , $ 1 4 , $ 1 2 , $ 6 3 , $ 5 0 , $00 — ' 
$ 0 0 , $ 0 0 , $ 1 4 , $ 0 8 , $ 0 0 , $ 0 8 , $ 0 0 , $03 ( - - / 
$ 3 E , $ 4 0 , $ 4 6 , $ 2 2 , $ 1 0 , $ 3 9 , $ 3 1 , $03 0 — 7 
$ 3 6 , $ 1 E , $ 0 0 , $ 0 0 , $ 4 1 , $ 1 4 , $ 0 8 , $06 8 - - ? 
C . 3 L I S T I N G OF SOFTWARE PROGRAM. 
1 ) Ma in p r o g r a m . 




LINK A 6 , # - 4 
JSR SAVEDF 
MOVEQ.L # 2 0 , D 0 
MOVE.L #IBUFM,AO 
MOVEQ.L # 2 0H,D1 
MOVE.B D 1 , [ A 0 ] + 
SUBQ.B # 1 , D 0 
BNE LOOP1 
D e t e r m i n e t y p e o f p r i n t i n g . 
CMP.B # 4 1 H , A S C I I 
BEQ TRANS 
T r a n s f e r e a c h t i m e 10 b y t e s t o p r i n t e r b u f f e r 
MOVE.L TRANSBLCK,A6 
MOVE.B PRTLN,D6 
LOOP2 MOVEQ.L # 2 0 , D 1 
MOVE.L #IBUFM,A1 
LOOP3 C L R . L DO 
MOVE.B [ A 6 ] + , D 0 
MOVE . B DO , DUVMY+1 





ADD.B # 3 7H,DUMViY 
BRA CONT2 
CONTI OR.B #9H,DLJIvMY 





CONT3 OR.B #9H,DUN^iY+l 
CONT4 MOVE.B DUMViY+1 , [Al ]+ 
SUBQ.B #2,D1 
LOOPS BNE 
J SR SET PIA 
SUBQ.B #1,D6 




2) Subroutine TRANS 
Transfer each time 20 bytes to the printer buffer 
TRANS MOVE. L TRANSBLCK, A6 
MOVE.B PRTLN,D6 
LOOP4 MOVE.L #IBUFM,A5 
MOVEQ.L #5,D5 
LOOPS MOVE.L [A6] + ,[A51 + 
SUBQ.W #1,D5 
BNE LOOPS 
J SR SET PIA 
SUBQ.B #1,D6 
BNE LOOP4 
J S R RESTDF 
RTS 
S u b r o u t i n e SET P I A 
A 20 c h a r a c t e r l i n e i s p r i n t e d by t h e s i m u l t a n e o u s m o v e m e n t a n d t h e r m a l 
a c t i v a t i o n of t e n t h e r m a l e l e m e n t s ( T E l t o T E I O ) , e a c h e l e m e n t p r i n t s 2 
c h a r a c t e r s i n t h e l i n e . 
T h e p r i n t e r m o t o r d r i v e s t h e t h e r m a l e l e m e n t s h o r i z o n t a l l y , 
W h e n t h e u n i t s r e a c h p o s i t i o n s c o r r e s p o n d i n g t o p o t e n t i a l d o t s , 
s t r o b e s i g n a l s a r e s e n t t o t h e i n t e r f a c e c i r c u i t r y . 
T h e s e p u l s e s , w h i c h i n d i c a t e t h a t t h e t h e r m a l e l e m e n t s a r e i n 
p o s i t i o n t o p r i n t d o t s , a r c c a l l e d P I a n d P 2 . 
T h e s o f t w a r e i n t e r f a c e r e s p o n d s by e n e r g i z i n g t h e t h e r m a l e l e m e n t s 
a d j a c e n t t o d e s i r e d d o t l o c a t i o n s . 
A n e g a t i v e p u l s e , c a l l e d START s i g n a l , o c c u r s on t h e START p i n , w h e n t h e 
p r i n t e r m o t o r i s t u r n e d on a n d a t t h e s t a r t of e a c h p r i n t e d r o w . 
As t h e i n t e r f a c e i s a c c o m p l i s h e d by a M C 6 8 2 1 P I A , i t i s n e c e s s a r y 
t o c o n f i g u r e t h e P I A , t o h a v e t h e l i n e s (PAO t o P A 7 ) a n d t h e l i n e s 
( P B O , P B l ) p r o g r a m m e d a s o u t p u t s t o d r i v e t h e t e n t h e r m a l e l e m e n t s , 
t h e i n t e r r u p t i n p u t l i n e CAl t o s e n s e t h e t r a n s i t i o n s of t h e START 
s i g n a l , t h e i n t e r r u p t i n p u t l i n e CBl t o d e t e c t t h e a c t i v e t r a n s i t i o n s 
o f P I a n d P 2 , a n d t h e p e r i p h e r a l c o n t r o l l i n e CB2 t o t u r n on a n d 
o f f t h e p r i n t e r . 
S i d e A . 
S E T _ P I A MOVE.L # ( C R A - 1 ) , A 0 
MOVE.W # 0 0 ,DO 
MOVE.W D O , [ A O ] 
MOVE.L # ( D D R A - 1 ) , A 1 
MOVE.W # 0 F F H , D 1 
MOVE.W D 1 , [ A 1 1 
MOVE.W # 4 , D 2 
MOVE.W D 2 , [ A 0 1 
S i d e B . 
MOVE.L # ( C R B - 1 ) , A 0 
MOVE.W # 0 0 , DO 
MOVE.W DO, [AO] 
MOVE.L # ( D D R B - 1 ) , A 1 
MOVE.W D 1 , [ A 1 ] 
MOVE.W # 3 E H , D 2 
MOVE.W D 2 , [ A 0 ] 
C l e a r t h e a d d r e s s s p a c e r e s e r v e d f o r p r i n t e r v a r i a b l e s . 
MOVE.L # P R I V A R , A O 
MOVEQ.L # 7 , D 1 
LOOP6 C L R . L [ A 0 ] + 
SUBQ.W # 1 , D 1 
BNE LOOP6 
J S R OUT_PBUFF 
RTS 
S u b r o u t i n e I N I T PVAR 
I D I R : D i r e c t i o n t h e t h e r m a l h e a d i s c u r r e n t l y m o v i n g 
( l e f t d i r e c t i o n = $ F F , r i g h t d i r e c t i o n = 0 0 ) 
ICOL : C o l u m n t o b e p r i n t e d n e x t . 
( l e f t m o s t c o l u m n = 0 , r i g h t m o s t c o l u m n = 4 ) 
l O F F S T : O f f s e t of t h e P r i n t e r B u f f e r . 
( l e f t c h a r a c t e r = 0 , r i g h t c h a r a c t e r = 1 ) 
S u b r o u t i n e I N I T _ P V A R i n i t i a l i z e s t h e p r i n t e r v a r i a b l e s , t o h a v e a m o t i o n 
d i r e c t i o n f r o m r i g h t t o l e f t , t o p r i n t t h e c o l u m n 4 a n d t h e r i g h t 
c h a r a c t e r f i r s t . 
I N I T _ P V A R MOVE.L # 0 O F F O 0 0 5 H , D O 
MÓVE.L D O , P R I V A R 
MOVE.L # 0 0 0 1 0 0 0 0 H , D 0 
MOVE.L D 0 , P R I V A R + 4 
MOVE.W # 0 1 , DO 
MOVE.W D 0 , I M A S K - 1 
RTS 
5 ) S u b r o u t i n e INC PVAR 
T h e f i r s t t a s k of t h e s u b r o u t i n e INC_PVAR i s t o i d e n t i f y t h e c o l u m n 
p o s i t i o n ICOL ( w i t h i n e a c h c h a r a c t e r ) c o r r e s p o n d í n-g t o t h e n e x t 
i n t e r v a l o f t h e t h e r m a l p r i n t e r a c t i v a t i o n . 
T h i s p o s i t i o n d e p e n d s on t h e c u r r e n t p r i n t e r d i r e c t i o n a n d t h e 
c u r r e n t c o l u m n n u m b e r . 
T h e o f f s e t v a l u e ( e v e n o r o d d c h a r a c t e r ) a n d t h e c o l u m n c o u n t a r e 
a l s o s e n s e d t o r e f l e c t t h e c h a n g e s i n t h e d i r e c t i o n v a l u e . 
I f t h e d i r e c t i o n a n d c o l u m n a n a l y s i s i n d i c a t e s t h a t a n e w r o w i s b e i n g 
s t a r t e d , INC_PVAR a d j u s t s IMASK s o t h a t t h e c o r r e c t d o t v a l u e s w i l l be 
e x t r a c t e d f r o m t h e s t o r e d t a b l e s d u r i n g t h e c u r r e n t s w e e p . 
INC_PVAR n e x t c l e a r s lOUTL a n d lOUTU, p r e p a r i n g t h e m f o r t h e d e v e l o p m e n t 
o f a n e w t h e r m a l a c t i v a t i o n p a t t e r n . 
It also initializes IBITL so that the rightmost character position 
will be examined first upon return to SET_DOTP. 
INC_PVAR next uses' the value of ICOL to load addresses JUMP and JlMP+1 
to the values stored in the table NTTBL. 
This establishes the correct dot pattern table for use by SET_DOTP in 
developing lOUTL and lOUTU. 
Finally, INC_PVAR sets the character index equal to a value of 18 or 19 
(depending on the offset value of lOFFST), pointing to the rightmost 
character position involved in the current sweep. 
INC_PVAR M O V E . B IDIR,DO 
BPL 0P03 
Direction = -
M O V E . B ICOL,DO 
BEQ 0P04 
Column different of 0, so just decrement column. 
SUBQ.B #l,ICOL 
BPL NEWCOL 
Column = 0 so see if even or odd digit. 
0P04 M O V E . B IOFFST,DO 
BEQ 0P07 
Offset = 1 so move to right digit. 
SUBQ.B #l,IOFFST 
M O V E . B #4,ICOL 
BPL NEWCOL 
Offset = 0 so change direction to -f-
OP07 ADDQ.B #1,IDIR 
BPL N E W R O W 
Direction = + 




At column 4 sec if left or right digit. 





Offset = 1 so direction change. 
0P06 SUBQ.B #1,IDIR 
Start of new print row. 
NEWROW ASL.W IMASK 
Start of new print column. 
NEWCOL MOVE.B #0,1OUTL 
MOVE.B #0,IOUTU 
MOVE.W #1,IBITU 









MOVE.L D 2 , A 2 
RTS 
6 ) S u b r o u t i n e SET DOTP 
T h e a i m of t h e s u b r o u t i n e i s t o s e t up t h e n e x t g r o u p of s o l e n o i d s t o be 
o u t p u t t o t h e p r i n t e r . 
T h i s f i r s t c a l l s INC_PVAR: 
- INC_PVAR k e e p s t r a c k of t h e t h e r m a l h e a d p o s i t i o n ( r o w / c o 1 u m n ) , t h e 
o f f s e t ( e v e n o r o d d c h a r a c t e r ) a n d t h e d i r e c t i o n ( l e f t o r r i g h t m o t i o n ) . 
- INC_PVAR s e t s u p t h e a d d r e s s JUMP f r o m t h e t a b l e MTBL, w h i c h i n t u r n 
p o i n t s t o o n e of t h e f i v e s t o r e d t a b l e s w h i c h c o n t a i n a l l c h a r a c t e r d o t 
p a t t e r n s f o r e a c h c o l u m n p o s i t i o n . 
- INC_PVAR a l s o m a n a g e s t h e r o w m a s k I M A S K , w h i c h d e s i g n a t e s w h i c h r o w i s 
b e i n g p r i n t e d d u r i n g t h e c u r r e n t s w e e p . 
T h i s n e x t e n t e r s a l o o p i n w h i c h i t f e t c h e s t h e r i g h t m o s t c h a r a c t e r 
c o d e f r o m t h e P r i n t e r B u f f e r IBUFM, u s e s i t a s an i n d e x v a l u e t o t h e 
d o t p a t t e r n t a b l e c o r r e s p o n d i n g t o t h e n e x t s u c c e s s i v e c o l u m n , a n d 
d e t e r m i n e s i f a d o t i s t o b e p r i n t e d a t t h i s p o s i t i o n . 
I f s o , p o s i t i o n m a s k I B I T L o r I B I T U , w h i c h c o l l e c t i v e l y c o n t a i n a 
s i n g l e ' l ' , i n d i c a t i n g t h e c u r r e n t c h a r a c t e r p o s i t i o n , i s u s e d t o 
i n s e r t a ' l ' i n t o t h e p a t t e r n d e v e l o p e d i n lOUTU a n d lOUTL, w h i c h i s t h e 
p a t t e r n u l t i m a t e l y u s e d t o s e l e c t i v e l y e n e r g i z e t h e t h e r m a l e l e m e n t s . 
T h i s l o o p i s r e p e a t e d u n t i l a l l t e n c h a r a c t e r s h a v e b e e n e x a m i n e d , 
r e s u l t i n g i n t e n d o t v a l u e s w r i t t e n i n t o t h e IOUTU, IOUTL 1o c a t i o n s . 
SET_DOTP JSR INC_PVAR 






MOVE.B 0[A4,A3 .W] ,D1 
AND.B IMASK.Dl 
BEQ I PS2 
MOVE.B IBITL.Dl 
BEQ I PS3 
OR.B Dl,IOUTL 
BNE IPS2 
IPS3 MOVE.B IBITU,D1 
OR.B Dl,IOUTU 





7) Subroutine PRINT DOT 
If a correct activity is sensed by OUT_PBUFF, the subroutine PRINT_DOT 
is called. 
It loops until a strobe PI occurs, signifying that the thermal elements 
are in position to print dots. 
W h e n PI occurs, PRINT_DOT performs the following sequence of events: 
- It reconfigures the MC6821 PIA (via proper loading of CRB) making CBl 
sensitive to the next negative transition. 
- It increments the dot counter IIX)T. 
- It turns on the thermal elements (those enabled by the set up pattern 
of column 1, stored in lOUTL and lOUTU) for 1.7ms. 
- W h i l e the dot printing is in progress, it calls the subroutine 
SET_DOTP, setting up the dot pattern for the next column. 
Upon return from PRINT_DOT, OUT_PBUFF calls it once again, printing 
the next set of 10 dots. 
OUT_PBUFF then tests to see if 90 dot positions have been traced out 
(including 30 'blanks' which constitute a 3 row space at the bottom of 
the printed line). 
If IDOT<9 0, PRINT_DOT is repeated until the entire line has been 
printed. OUT_PBUFF then turns the motor off. 
PRINT_DOT M O V E . L #(ORA-1),AO 
M O V E . W #0,D0 
M O V E . W DO,[AO] 
M O V E . L #(ORB-1),AO 
M O V E . W DO,[AO] 
PRDOTO M O V E . B CRB,DO 
AND.B #8 OH,DO 
BEQ PRDOTO 
M O V E . B ORB,DO 
EOR.B #2,CRB 
ADD.B # l , I D O T 
MOVE.B lOUTU,ORB 
MOVE.B l O U T L . O R A 
J S R SET_DOTP 
/ 
MOVE.L # 2 5 0 ,DO 
DE2 SUBQ.L # 1 , D 0 
BNE DE2 
MOVE.L # ( O R A - 1 ) , A O 
MOVE.W # 0 , D 0 
MOVE.W DO, [AO] 
MOVE.L # ( O R B - 1 ) , A O 
MOVE.W DO, [AO] 
RTS 
8 ) S u b r o u t i n e OUT PBUFF 
T h e i n d i v i d u a l c h a r a c t e r s a r e f o r m e d a s d o t p a t t e r n s 5 c o l u m n s w i d e 
by 7 r o w s h i g h . 
T h r e e b l a n k r o w s s e p a r a t e t h e i n d i v i d u a l l i n e s . 
D o t s a r e g e n e r a t e d by e n a b l i n g t h e d r i v e r s f o r a p p r o x i m a t e l y 1 . 7 ms 
w h i l e t h e h e a d i s m o v i n g a n d d i s a b l i n g f o r 0 . 6 ms b e t w e e n d o t s . 
A 20 c h a r a c t e r l i n e i s p r i n t e d by t h e s i m u l t a n e o u s m o v e m e n t a n d t h e 
t h e r m a l a c t i v a t i o n of t e n t h e r m a l e l e m e n t s ( T E l t o T E I O ) . 
E a c h e l e m e n t p r i n t s 2 c h a r a c t e r s i n t h e l i n e . 
T h e l i n e p r i n t i n g i n v o l v e s t h e f o l l o w i n g s e q u e n c e of e v e n t s : 
- T h e p r i n t e r m o t o r d r i v e s t h e t e n t h e r m a l e l e m e n t s h o r i z o n t a l l y 
t h r o u g h a d i s p l a c e m e n t w h i c h s w e e p s c a c h e l e m e n t t h r o u g h two 
c h a r a c t e r i n t e r v a l s . 
At t h e e n d of o n e s u c h h o r i z o n t a l s w e e p , a s i n g l e r o w of d o t s 20 
c h a r a c t e r s w i d e i s p r i n t e d . 
When t h e t h e r m a l e l e m e n t s r e a c h t h e e n d of h o r i z o n t a l t r a v e l i n o n e 
d i r e c t i o n , t h e p r i n t e r m o t o r a d v a n c e s t h e p a p e r o n e d o t i n t e r v a l . 
T h e t h e r m a l e l e m e n t s a r e t h e n s w e p t h o r i z o n t a l l y i n t h e o p p o s i t e 
d i r e c t i o n , g e n e r a t i n g a s e c o n d l i n e of d o t s . 
T h i s p r o c e s s i s r e p e a t e d 7 t i m e s , g e n e r a t i n g a l l 10 c h a r a c t e r s . 
T h r e e a d d i t i o n a l l i n e s a r e s w e p t o u t w i t h no t h e r m a l a c t i v a t i o n , 
g e n e r a t i n g a s p a c e t o s e p a r a t e a d j a c e n t l i n e s . 
OUT PBUFF J SR 
I POO 
DELAY 
I P 0 2 
J S R 
I N I T PVAR 
SET DOTP 
MOVE.L # ( C R B - 1 ) , A 0 
MOVE.W # 3 6H,D0 
MOVE.W D O , [ A O ] 
MOVE.L # ( C R A - 1 ) , A 0 
MOVE.W # 0 4 H , D 0 
MOVE.W D O , [ A O ] 
MOVE.L # 1 0 0 0 0,DO 
MOVE.B CRA,D1 
AND.B # 8 0 H , D 1 
BNE IP02 








CMP.B # 9 0 , I D O T 
BMI I P 0 2 
TURNOFF MÖVE.L # ( C R B - 1 ) , A 0 
MOVE.W # 3 E H , D 0 
MOVE.W D O , [ A O ] 
RTS 
9 ) S u b r o u t i n e SAVEDF 
S a v e t h e g e n e r a l p u r p o s e r e g i s t e r s on e n t r y 
SAVEDF MOVEM. L AO - A 7 , GPREG 
MOVEM.L D 0 - D 7 , G P R E G + 2 0H 
C l e a r a l l d a t a r e g i s t e r s f o r l a t e r u s e . 
CLEAR C L R . L DO 
C L R . L D1 
C L R . L D2 
C L R . L D3 
C L R . L D4 
C L R . L D5 
C L R . L D6 
CLR. L D7 
C l e a r a l l a d d r e s s r e g i s t e r s f o r l a t e r u s e . 
MOVE.L # 0 , A 0 
MOVE.L # 0 , A 1 
MOVE.L # 0 , A 2 
MOVE.L # 0 , A 3 
MOVE.L # 0 , A 4 
MOVE.L # 0 , A 5 
MOVE.L # 0 , A 6 
RTS 
1 0 ) S u b r o u t i n e RESTDF 





MOVEM.L [ A 7 ] + , A 0 - A 6 
MOVE.L # ( G P R E G + 2 0 H ) , A 7 
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Data Library 
Alphanumeric dot matrix 
liquid crystal displays 
Intelligent, alphanumeric, dot matrix modules with 
integral CMOS microprocessor and LCD display 
drivers. The modules utilise a 5 x 7 dot matrix 
format, with cursor, and are capable of displaying 
the full ASCII character set plus up to 8 additional 
user programmable custom symbols. The displays 
are virtually burden free to the host processor. 
Internal registers store up to 80 characters and all 
update and refresh is internal. Software develop-
ment is greatly eased by powerful, single step, 




• Medical instruments 
A Hand-held terminals 
• Electronic typewriters 
• Point of sale terminals 
A Test instruments 
A Word processors 
Features 
• 5V, 2mA, single power supply 
• High contrast, dot matrix characters for good 
readability 
• Wide adjustable viewing angle 
• Compact and lightweight 
• TTL and 5V CMOS compatible 
• Interfaces to 4 or 8-bit data busses 
• Powerful instructions 
• Display 'Blank', 'Flash' or 'Flash Limited Area' 
• ASCII compatibile 
• 192-Character generator ROM 
(96 Alphanumerics/Symbols, 64 Kata kana, 
32 Euro/Greek/Symbols) 
• 8-User programmable RAM locations for 
custom symbols 
• 80-Character memory allows easy scrolling or 
general purpose storage 
• Cursor'Flash', or off 
• Automatic display shift - simple command 
structure 








I Figure 1 Module block diagrams 
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Figure 2 Typical module mounting 
Transparent proieclKjn piale 
Mounting Plate 
.- J 
U s Spacer 
Absolute maximum ratings 
Item Symbol Min. Max. 
Logic circuit power 
supply voltage" Vuo-Vss OV 7.0V 
LC driver circuit 
supply voltaget VoD-Vo ov 13.5V 
Input voltage V, Vss Vpo 
Operating temperature O X s e e "" 
Storage temperature 7 0 X 
' Reverse polarity connection to the logic circuit will cause 
irreparable damage 
t Instantaneous value. 
Electro-optical characteristics Vod = 5.0 ±0.25V, Ta = 25X 
I tem Symbo l Condition Min. Typ. Max. Unit 
Input 'High' Voltage V,H 2.2 - Vdd V 
High 'Low' Voltage V,L -0.3 - 0.6 ' V ' 
Output 'High' Voltage VoM -loH = 0 205mA 2 4 - - V 
Output 'Low' Voltage Vol loL= 1 6mA - V • 
Power Supply Current loa Vdo = 5.0V - 0.5 " 2 . 0 mA 
1 Line Module 
Dnve Voltage (1/8 Duty) 
5 x 7 Font + Cursor VoD-Vo 
" ~ = O T 
T, = 2 5 X 







- - - - - -
4.0 
3.6 
~ V " 
V 
V 
2 Line Module 
Drive Voltage (1/16 Duty) 
5 x 7 Font + Cursor 
Vnn-V<, 
\ T, = 0=C 
T„ = 2 5 X 













Viewing Angle o1 -o2 <= 14 20 - - deg. 
Contrast Ratio K 0 =20''. 0 = 0° 3 - -
Rise t ime tr 0 = 20= - 150 250 ms 
Fall finne tr 0 = 20' - 150 250 ms 
Figure 3 Definition 
A) A N G L E 0 AND 0 
y (6 = 0 ° ) 
y {0 = 0 ° ) 
B) VIEWING A N G L E o AND 62 
.-.2 20 ..M 
20 -a 
Vfewing Anqî  
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C) C O N T R A S T ' K ' 
m 0 
B, 
S e l e c t e d 
1 dot K 
B, 
N o n - s e l e c t e d 
dot 
S e t p o m t D r i v i n g vo l tage 
D) OPTICAL R E S P O N S E 
Figure 4 Power supply 
5 8 8 - 5 0 0 VoD 
to 
5 8 8 - 7 9 6 
Vo 
• + 5V 
20kn 
M U L T I T U R N 
1 8 6 - 5 3 6 or 
1 6 2 - 2 4 3 
> 0 V 
Viewing angla control Vo = 0 .7V 




• O V 
>+5V 
20kn 
M U L T I T U R N 
1 8 6 - 5 3 6 or 
1 6 2 - 2 4 3 
. - 5 V 
Viewing angle control Vq = - 2 . 7 V to 
- 2 . 9 V 
P a d d i n g res istor(s ) m a y be requ i red to l imit v o l t a g e s w i n g at Vc 
6569 
Figures Mechanical dimensions 




ALL DIMENSIONS IN MM 
TOL ± 0 5MM ON 2 PLACE 
DIMENSIONS TO THE 
LETT o r DECIMAl 
FRAME DIMENSION 
Stock No. A B C D E F G H J K L • M 
588-500 85.0 80.0 2.5 73.5 59.4 63.5 2.05 13.25 36.0 31.0 2.5 28,5 
588-516 85.0 80.0 2~5 " 73.5 5'9.4 63 5 2.05 13.25 36.0 31.0' 28,5 
588-522 182,0 175.0 3.5 163 5 149 4 154.5 2.85 16.3 33.5 26.5 3.5 32,5 
588-538 182.0 175,0 3.5 163.5 149.4 154.5 2 85 16,3 3 3 . 5 " 26.5 3.5 32,5 
588-752 f i e^o 108,0 4.0 95.0 73.5 83.0 4.75 16,5 37.0 29.0 2.5 36,0 " 
588-768 118.0 113,0 2.5 108 5 89.4 93 5 2.05 : 15.0 36.0 31.0 2.5 28,5 " 
588-774 118.0 113,0 2.5 108.5 89.4 93.5 2 05 ^ 15.0" 36.0 31.0 2.5 2875^" 
588-780 174.5 167^ " ' 3.5 132,4 117.9 T23.5~ 2.5 25.0 31.0 24,0 3,5 29,0 
588-796 174,5 167,5 3.5 132,4~ 133.6 141.2 19.93 " 31.0 ~ 24,0 3,5 29,0 
588-803 215.0 207.0 4.0 197.0 149 45 160 0 5.28 39.5 60.0 52,0 4,0 58.0 
N P Q R S T U V W X Y Weight(g) 
588-500 7.88 8.7 13.65 15.8 10 1 9 3 1.4 4 7 2 5 1 6 20 0 28 
588-516 '7 .88 12.3 11.85 15.8 10.1 9.3 1.4 4.7 2.5 1,6 20,0 28 
588-522 7.00 8.7 13 25 15.8 8.5 9.3 1.4 4.7 3.5 1,6 22.5 66 
588-538 7.00 12.3 10.6 15.8 8.5 9.3 1.4 4.7 3.5 1,6 22.5 66 
588-752~ 6 9 11.5 12.8 18 6 9 2 13 0 1,4 4.7 3.5 1 6 26.0 45 
588-768 7.88 8.7 13 65 15 8 10.1 9 3 14 4.7 2.5 1,6 20.0 42 
588-774 ^"7.88 8.7 13.65 158 ' lO. i 9 3 1.4 4.7 2.5 1,6 20.0 42 
588-780 7.88 4.95 13.0 16.5 7.2~5" 11.0 1.4 4.7 2.5 1,6 20.0 6 0 ' 
5 8 8 ^ 9 6 " ~ 7.88 11.75 9.62 16.5 '7.25 11.0 1,4 4.7 2.5 1,6 20.0 60 
588-803 7.5 27 2b 16.38 34 0 ~ 13.0^ 17.5 — 7^6 ^3.2 1,6 "40.8 " 190 
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F i g u r é e P in c o n n e c t i o n s 
O 
16» • 15 
14» • 13 
12 • • 11 
10« • 9 
8 • • 7 
6 • • 5 
4 • • 3 
2 • • 1 
o 
(Top View) 












b i T 
Level 
G R̂OUND 
+ 5 0V 
+ 0 7V 
L = INST. H = CHAR 














El (Upper 2 lines) 




_ R L LATCH ON FALL 
J L . LATCH ON FALL 
L = INST.H = ~ C H A R " 
L = W . H = R 




Table 1 P in f u n c t i o n s 
Pin Name I/O Function 
Vss Ground; OV 
Voo 5V 
Vo Power supply for LC driving 
RS 1 
Signal to select registers 
'0 ' : instruct ion register (for wri te) 
Busy flag: address counter (for read) 
• 1 • Data register (for read and wri te) 
RW 1 
Signal to select read (R) and wr i te (W) 
'O': w n t e M P U — L C D Modu le 
•1': read MRU ^ LCD Modu le 




Data bus of lower order 4 lines having bidirectional tri-state 
Used for data transfer be tween the MRU and the module. 




Data bus of higher order 4 lines having bidirectional tri-state. 
Used for data transfer be tween the MRU and the module. 
DB7 can be used as a BUSY flag. 
NOTE: In order that the module C3n accommodste both 4-bit and 8-bit MRUs, the data may be sent in either a repeated 4-bit 
or a single 8-bit operation 
(1) W h e n the module is in the 4-bit mode, DB4 ~ DB7 are used for data transfer, DBO ~ DB3 are not used. A complete data 
transfer consists of loading the higher order bits of the 8-bit instruction first, fol lowed by the low order bits. The 
second transfer completes the sequence. 
(2) W h e n the interface data is 8 bits wide, data is transferred using all 8 data lines of DBO ~ DB7. 
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Font table 
UPPER 4 BIT HEXADECIMAL 
\ Higher 
L o w e i ^ - ^ b i t 
4 b i t 
0 2 3 4 5 6 7 A B C D E F 
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RS RAV DB7 DB6 OBS DB4 DB3 DB2 DB1 DBO 
Description 
Execution Time 












Set CG RAM 
Address 






to CG or 
DD RAM 
Read Data 




0 0 0 1 
0 0 1 X 
0 1 l/D S 
1 D C B 
S,C R/L X X 




I'D = 1 Incremeni 
S = 1 : Enable 
SC = 1 D'splaysh.d 
R L = 1 Shifno the r.ghl 
R L = 0 Shift to ihe left 
= 1: 8 bit mode 
= 1 2 lnes 
= 1 Not usecJ 
I D -=0 Decremeni 
SC = 0 Cursof move 
= 1 Display Drocessor b'js\ 
= 0: Ready for next instruction 
0 4 bii mode 
0 1 line 
0 5 x 7 dots 
Clears the display and returns 
the cursor to the home position 
(Address 0) 
Returns the cursor to the home 
position (Address 0). A shifted display 
will also be restored to its original 
position DD RAM contents remain 
unchanged 
Sets ihe cursor direction and display 
shift Operations are performed 
duiingdalavYfileandjead. , 
Selects display ON/OFF (D). cursor 
ON/OFF (C). and flash of cursor 
position character (B) 
Moves Ihe cu(S0F shifts and'or 
the display without changing 
DD RM contents 
Sets interface data mode (DL), 
number of display lines (L), 
and character font (F) 
Selects CG RAM address Following 
this instruction all data is stored 
in/read from CG RAM 
Selects DD RAM address. Following 
this instruction all data is stored 
in/read from DD RAM 
Reads Busy Flag (BF) indicating 
internal operation is being performed 
and reads address counter contents. 
Writes data into DD RAM 
or CG RAM 
Reads data from DD RAM 
or CG RAM 
82 / iS~ 1 64 ms 




DD RAM: Display data RAM 
CG RAM: Character generator RAM 
Acg CG RAM address 
ADD DD RAM address 
(Corresponds to cursor 
address) 
Address counter, both DD 




4 0 M S 
1 0ms 
4 0 M S 
40 MS 
X = Don't care 
Timing characteristics 
Figure 7 Write operation 
r - ' " — 1 
fi v. ^ V , 
r-^ 
PWE ^""'"""'a-
hem Symbol Min. Typ. Muc. Unit 
Enable Cycle Time <c«E 1.0 - - MS 
Enable Pulse Width P W E 450 _ _ ns 
Enable Rise<Fall Time t£,. tE. - - 25 ns 
Address Set-up Time IAS 140 _ _ ns 
Address Hold Time ' AH 10 - - ns 
Data Set up Time tosw 195 - - ns 
Data Hold Time l „ 10 - - ns 
6569 




ham Symbol Min. Typ. Max. Unit 
Enable Cycle Time W E 1 0 - - M S 
Enable Pulse Width FWE 450 - - ns 
Enable Rise/Fail Time TT, - - 25 ns 
Address Set-up Time IAS 140 - - ns 
Address Hold Time TAM 10 - - ns 
Data Delay Time 'DDR - - 320 ns 
Data Hold Time TOMR 20 - - ns 
Reset function 
The module has internal circuitry to initialise itself 
automatical ly upon the application of power. The 
reset sequence fo l lowed is: 
1) Clear display 
The busy flag is set (BF = 1) during initialisation 
(approx. 15ms). 
Function set DL=1 2) 
N = 0 
F=0 
3) Display ON/OFF control. . . .D=0 
C=0 
B=0 
4) Entrv mode set 1/0=1 
S = 0 
DD RAM is selected 
The display module power supply must have 
the fo l lowing t iming characteristic for the inter-
nal init ialisation circuitry to function correctly. 
8 bit wide 
interface mode. 
1-line display 








0 tmsS t,cc Í '0ms iQfF > 1ms 
Note: 
toFF must be observed, particularly in the case of 
momentary power interruption, to ensure orderly 
initialisation of the module. If this restriction is not 
adhered to, the interface mode wil l be undefined 
and must first be set up to al low further initialisa-
t ion commands to be recognised. The function set 
instruction, sent three times, wi l l always select the 
8-bit wide interface mode. 
Function set: 
RS RyW DB7 DB6 DB5 DB4 DB3 DB2 DB1 DBO 
0 0 0 0 1 1 X X X X 
0 0 0 0 1 1 X X X X 
X = Don't care 
When this instruction is sent, the module enters the 
8-bit data length mode wi thout fail. 
Instruction description 
Outline 
Only two registers of the module, the Instruction 
Register (IR) and the Data Register (DR) can be 
controlled by the MRU directly. Control information 
is temporari ly stored in these registers, prior to 
execution to allow interface to various types of 
MRUs which operate at different speeds f rom the 
module or to al low interface to peripheral control 
ICs. Internal operation is determined by signals 
sent f rom the host MRU, including register selec-
tion signals (RS), read/write signals (R/W) and data 
bus signals (DBQ = DB7). The table on page 6 shows 
the instructions and their execution times. 
Details are explained in the fol lowing sections. The 
instructions can be divided into the fol lowing 4 
types: 
1) Instructions that designate the functions such as 
display format, data mode, etc. 
2) Instructions that give internal RAM addresses. 
3) Instructions that perform data transfer with in-
ternal RAM. 
4) Other utility instructions. 
In normal use, instructions of category (3), (to 
send display data), are used most frequently. 
Internal RAM addresses are configured to be 
automatically incremented (or decremented) by 
-1-1 after each data write, and hence the prog-
ramme overhead on the host MRU is reduced. 
Display Shift can be selected to occur with 
Display Write to further reduce this load. High 
speed (=50kHz) operation can be maintained by 
monitor ing the busy flag (DB7). 
Clear Display 
RS R/W DB, DBo 
Code 
Writes ASCII space code '20' (hexadecimal) into all 
the DD RAM addresses. The cursor returns to 
Address 0 (Add='80') and the display, if it has been 
shifted, returns to the original position. In other 
words, the display disappears and the cursor goes 
to the left edge of the display (the first line if 2 lines 
are displayed). 
Return Home (Cursor) 
RS R / W DB, 
Code 
DBo 
X = (Don't Care) 
Returns the cursor to Address 0 (ADD='80') and the 
display, if it has been shifted, to the original posi-
tion. The DD RAM contents remain unchanged. 
Entry mode set 
Code 0 0 0 0 0 0 0 1 l /D s 
l/D:lncrements (l/D=1) or decrements ( l /D-0) the 
DD RAM address by one upon writing into or 
reading a character code from the DD RAM. 
The cursor moves to the right when in-
cremented by one. The same applies when 
Cursor or Shift Display 
RS R / W DB, 
Code 
6 5 6 9 
DBo 
0 1 s/c R/L x x 
X = (Don't Care) 
Shifts the cursor position or display to the right or 
the left without writ ing or reading the display data. 
This function is used for correction or search of the 
display. 
S/C R/L 
0 0 Shifts the cursor posit ion to the left. 
(AC is decremented by one.) 
1 Shifts the cursor posit ion to the right. 
(AC is incremented by one.) 
0 Shifts the entire display to the left. 
(The cursor fo l lows the display shift.) 
1 1 Shifts the entire display to the right. 
(The cursor fo l lows the display shift.) 
Function set 
• RS R /W DB, 
0 
1 
S: Shifts the entire display to either the right or Code 0 0 0 0 1 DL N F X X 
the left when S is 1; to the left when l /D=1 and 
to the right when l/D = 0. Therefore, the cursor 
appears static with the display moving. The 
display is not shifted when reading from the DD 
RAM or when S=0. 
Display On/Off Control 
Code 0 0 0 0 0 0 1 D C 8 
X = (Don't Care) 
DL:Sets interface data mode. Data is sent or re-
ceived in 8 bit (using DB7~DBo) when DL=1 or 
4 bit words (using DB7~DB4) when DL=0. 
When the 4 bit mode is selected, data must be 
sent or received twice. 
N: Sets number of display lines. 
F: Sets character font. 
D: Display is turned ON when D=1 and OFF when 
0=0 . When display is turned off the display 
data remains in the DD RAM and it can be 
recalled at any t ime by setting D = 1. 
C: The cursor is displayed when C=1 and not 
displayed when C=0. With the cursor disabled 
all internal operations (eg l/D) function normal-
ly during a display data write. The cursor is 
displayed using 5 dots in the 8th character row. 
B: The cursor character flashes at approx. 2.5Hz 
when B = 1. The cursor and flash enable can be 
set simultaneously. 





0 0 1 5x7 dots 1/8 
1 X 2 5x7 dots 1/16 
X = (Don't Care) 
Set CG RAM address 






< = 0 
(a) Cursor Display 
Example 
Al ternat ing Display 
(b) Flashing Display 
Example 
(Cursor enabled) 
Places the binary number AAAAAA into the 
address counter (AC) and refers all following data' 
transfers to CG RAM. 
Set DD RAM address 







Places the binary number AAA<-> AAAA into the 
address counter (AC) and refers all fol lowing data 
transfers to DD RAM. For a one line display (N = 0) 
valid addresses range from '00' —>• '4F' (hexadecim-
al). For a two line display (N=2) the first line is 
addressed from '00' '27' and the second from 
'40' —»'67' (hexadecimal). 
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Read Busy Flag and address 
C o d o 0 1 BF A A A A A A A 
H i g h e r O r d e r 
B i ts 
L o w e r O r d e r 
Bi ts 
Reads Busy Flag (BF) and current Address Counter 
(AC) contents. When BF=1, an internal operation is 
in progress and the next instruction is not accepted 
unti l BF iä cleared to '0'. Check the BF status before 
at tempting a wr i te operation. At the same t ime, the 
value of the address counter is read as a binary 
number AAAAAA. The address counter is used by 
both CG and DD RAM and its value is determined 
by previous instructions. Address contents are 
those of the CG RAM or DD RAM last used. 
Write Data to CG or DD RAM 
C o d e 1 0 D D D D D D D D 
Bits 
L o w e r Order 
Bi ts ^ 
Read Data from CG or DD RAM 
C o d e 1 1 D D D D D D D D 
H i g h e r O r d e r 
B i ts 
L o w e r O r d e r 
Bi ts > 
Reads binary 8 bit data DDDDDDDD from the CG or 
the DD RAM. The source of the data is defined by 
the last 'set RAM address' instruction. If a Read 
Data is attempted before execution of a set RAM 
address instruction then the data returned to the 
MRU is invelid. After a Read Data instruction, an 
address adjust occurs as defined by Entry Mode 
but the display shift is not actioned. 
Writes binary 8 bit data DDDDDDDD to the CG or 
the DD RAM. The destination of the data is defined 
by the last 'set RAM address' instruction. After a 
Wri te Data instruction, an address adjust or display 
shift occurs as defined by Entry Mode. 
Table 2 Relation between CG RAM Addresses, Character 
Codes (DD RAM) and Character Patterns (CG RAM Data) 
Character Codes (DD RAM Daia> 
5 4 3 2 
Higher Orae' 8 ts 
Lower Order B'lS 
^ j i r i : 
0 0 0 0 X 0 0 0 
i Í 
0 0 0 0 X 0 0 1 
Characler Pallorns (CG RAM Dala) 
0 7 6 s Í 3 p 1 0 
C ise i B i s Higtier OtOe r BMS 
• 0 ' 3 e ' B'ls LQ/.er Order B as 
D ' 0 0 x X X :•:•.>:•: 
t- —1 
0 
0 ' 0 x X X 0 0 0 
0 ' X X X 0 0 0 
X X X i T l 
• 1 ¡ X X X ' fi' Ü 
] 1 X X X (J 0 
! 1 0 X X X 0 0 o' " •: 1 X X X 0 0 0 0 
0 Q X X X 0 y.v: 
L' ' i-' X X X b Ì 0 
e ' 0 X X X t :•:•>:• 
1 1 1 1 X X X 0 0 0 
' > ü 0 i x X X > •yx-. 
r i 1 ^ X X ' l i ' " 6 " • o " "o j 1 i X X X 0 Ü y ^ 0 0 
1 ^ 
X X 0 0 o' 0 
" 1 
- 1 0 0 ' x X X 1 a ' 0 1 1 X X 
, 1 0 0 X X X 
• 1 1 X X X i 
• 1 ! X X X 
1 V, \ ^ 1 
Character 
Pallerri 






X Don i Care 
Note 1. Character code bits 0 ~ 2 correspond to CG RAM address bits 3~ 5. 
2. CG RAM address bits 0 — 2 define character pattern row address. The 8th row is the cursor position and the display is logically 
OR ed with the cursor. ^ 
3. Character pattern column positions within a row correspond to CG RAM data bits 0 — 4, as shown in the figure (Bit 4 being at the 
left end). Since CG RAM data bits 5 — 7 are not used for display, they can be used as general data RAM. 
4. CG RAM character patterns are selected when characler code bits 4 - 7 are all '0'. However, si nee character code bit 3 is a "don't 
care" bit, character pattern example 1, for instance, is selected by character code '00' (hexadecimal) or '08' (hexadecimal). 
5. 'T for CG RAM data corresponds to pixel displayed (ON) and '0' pixel absent (OFF). 
Interfacing with microprocessors 
V 
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Read instruct ion 
execut ion 
(RS=0) 
Module still execut ing the last instruction. 
Module tias f inished the last instruction. 








Write DDRAM or 




( R ^ l ) 
Read out DDRAM or 




Note In this f lowchart, Read and Write instructions 
correspond wi th external RAM reference instruction or 
I/O instruction. 
• By providing sufficient instruction execution t ime, it 
may be unnecessary to monitor the 'Busy Flag.' 












( DBf oeiN 




I Reaa Wrrle I 
OBO~OB7 - -
, Data. • 
Add'ess or} skisl Cod«, 
(Busy Flaa appear on DB7 - - when R'W IS High and RS' •s Low I 
Interface with 68B00 
LCD MODULE 
• 6800 
• LCD module is treated as an I/O or RAM device. 
• Ao is connected to RS and hence its level selects 
either the instruction register or the data register. 
• The addresses of the module (as I/O) in the 
address map of the 6800 are: 
Wr i te funct ion 
Wri te CGRAM/DDRAM data 
Read Busy f lag/address 
Read CGRAM/DDRAM data 
Note: the lead bit ' F may be 'C , 'D', or 'E', X = 
Don't Care. 
# 'FXX0 ' (R /W = 0) 
# ' F X X r (R/W = 0) 
# ' F X X O ' ( R / W = 1) 
# ' F X X r (R/W = 1) 
68B00 
The 68800 is a high speed version of the 6800. 
The 02 signal is too narrow to drive the LCD 
module correctly. A simple interface uses the 
6821 PIA between the CPU and module. This, in 
conjunction with appropriate user provided soft-
ware, provides an E pulse of adequate width. 
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Interface with 6502 
TIMING CHART 
I \ 
Read \ r 
^̂ "le I 
OBO-OB. _ . . . OB̂  
Interface with 8085A 
i(VM SI :x: 
/ — 
6502 
LCD module is treated as a RAM device. 
Ao is connected to RS and hence its level selects 
either the instruction register or the data reg-
ister. 
The Addresses of the module in the address map 
of the 6502 are: 
Write function 
Write CGRAM/DDRAM data 
Read Busy flag/address 
Read CGRAM/DDRAM data 
# FXX0' (R/W = 0) 
# F X X r ( R / W = 0) 
# FXX0' (R/W= 1) 
# F X X 1 ' ( R / W = 1) 
Note: the lead bit 'F' may be 'C , 'D' or 'E'. 
Interface with Z-80 
LCD MOCXJLE 
• LCD module is treated as I/O or RAM device. 
• The E p u l s ^ t o the module should be 450nsec 
min. The RD and WR pulses of the 8085A are 
specified as 400nsec min and hence need to be 
lengthened by a slower clock or by the addition 
of Wait states. 
• The addresses of the module as I/O device in the 
address area of the 8085A are: 
Write function 
Write CGRAM/DDRAM data 
Read busy flag/address 
Read CGRAM/DDRAM data 
# 'EX ' (R /W = 0) 
# 'FX' (R/W = 0) 
# ' E X ' ( R / W = 1) 
# 'FX' (R/W = 1) 
X = Don't Care 
• The module is treated as an I/O device. 
• When accessing I/O, a wait state is inserted 
automatically by the Z80 and the OR of RD and 
WR can be at least 450nsec and hence could drive 
the E input directly. R and C need to be selected 
to ensure the setup time restriction is met. 
• If the module is treated as RAM, the user must 
insert a wait state. 
• The addresses of the module as I/O device in the 
address area of the Z-80 are: 
Write fuction 
Write CGRAM/DDRAM data 
Read busy flag/address 
Read CGRA/DDRAM data 
# 'EX ' (R /W = 0) 
# 'FX ' (R /W = 0) 
# 'EX'(R/W = 1) 
# 'FX' (R/W = 1) 
X = Don't Care 
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Interface with NSC 800 
CMOS Micro 
Interface with 
HUGHES/RCA 1802 CMOS Micro 
LCO MODULE 
Handling precautions 
1. The polarisers in the panel are easily scratched. Do not 
touch, press or rub the display panel w i th hard tools such 
as tweezers. 
Do not use organic solvents to clean the display panel as 
they can cause deter iorat ion of the polarizers 
Do not remove the LCD panel f rom the main unit. 
Never use or store the LCD module under condit ions of 
abnormal ly high temperature and humidi ty . 
Static electrical charges can damage CMOS/LSI circuitry. 
Observe normal antistatic handling procedures. 
2. 
5. 
Interface with NSC 8073 
Tiny Basic Microinterpreter 
Interfate with MOTOROLA 






1. Never connect or disconnect the LCD fvlodule f rom the 
main system whi lst power is applied. 
2. If the operat ing temperature falls below the temperature 
l imit , the f lashing speed of the display wi l l decrease. If the 
temperature exceeds the prescribed l imit , the display wi l l 
turn black. Operat ion returns to normal when the tempera-
ture returns to w i th in the normal l imits. 
3. Adjust Vq for op t imum display contrast. (0.2-0.7V). 
Operation of the RS alphanumeric dot 
matrix modules 
Common problems 
1. Transmitting too fast to the display: 
a) upon initialisation allow 15ms before send-
ing data, 
b) after transmitting hex 01 or 02 allow 1.6ms, 
c) after all other data allow at least 40/xs. 
2. Not generating a positive going enable pulse at 
least 450ns wide. 
3. Data, RS and R/W signals are not stable for the 
min imum set-up and hold times before, and 
after, the falling edge of the enable pulse (see 
Figures 7 and 8). 
4. Vo pin voltage level incorrect - should be 0.7 
volt approximately. 
5. Display misconnection: crossed, open or incor-
rectly terminated cable. 
6. LCD input assumed to be configured as an IC. 
7. Failure to properly initialize the display. 
8. Signal levels too low at the display. Ensure that 
at least 2.4V (H) is present. 
9. Data bus contention. More than one external 
bus device selected. 
10. Not all data bus components have TTL type 
outputs causing conflict with the on board 
databus. 
Troubleshooting 
a) Display appears blank: check -f-5V and gnd at 
display: check 4, 5, 6 and 7 above. 
b) Displayed characters enter unreliably or at ran-
dom: check 1, 3, and 9 above. 
c) Same symptoms as (b) but system has multiple 
components tied to the data bus: check 8, 9, 10 
above. 
Bus connections 
The data bus is a 'pseudo' tri-state. There is no 
means to deselect the display microprocessor. In 
the absence of an external TTL output device the 
display will 'pull' the data bus up to -I-5V. Each bit 
of the data bus can source up to 0.2mA at a Voh of 
2.4V. 
The display can be directly connected to a shared 
data bus if each bus accessing component can 
legitimately sink 1.5mA with its output low. In this 
manner the selected device wil l dominate and the 
bus operation wil l be correct. This current sinking 
specification is standard with TTL-type bus output. 
Some all-CMOS systems may not have an adequ-
ate 'pull-down' capability. In this instance a tri-state 
buffer should be used between the system data bus 
and the display. This buffer would then be selected 
to access the display. 
6569 
A similar, PMOS type source is used on the E, RS 
and R/W lines but as these signals are not general-
ly 'bussed', the effect should not cause any diffi-
culty. 
Display operation 
The display area Is a 16 or 40 character width 
'window' on a continuous 80 character RAM. The 
window displays the first 16 or 40 characters of the 
RAM depending on the module type. The shift 
instruction permits the display window to move 
across the RAM. At 1 to 3Hz, shifts cause the 
display to scroll and higher speeds give the appear-
ance of the message to be overwritten. During a 
shift, only the window position alters, not the 
display memory. The RAM addresses range from 
80 to CF (hexadecimal) with 80 being the origin 
(home). 
External electronics communicate with the display 
using the data bus and only 3 control lines, RS, 
R/W and E. A data transfer is only required when 
the external CPU needs to update or read the 
display and hence only minimal demands are 
placed on the external system. 
RAM and ROM integration 
Most applications wil l employ ROM and RAM in 
combination. The ROM wil l usually contain the 
display initializing codes, fixed format messages, 
and addressing instructions. The RAM will contain 
'live' data which may change. In a CPU system 
memory devices wil l normally be 'selected' to 
access the data bus. Alternatively, dedicated, hard-
ware only, designs can employ counters which 
'steer' the bus control between ROM and RAM. 
Data selectors may also be employed between 
memory data lines and the display. In either case 
bus contention must be avoided. Set-up and hold 
times must be maintained by all components 
which may eventually 'talk' to the LCD display. 
Reading the display 
Reading the display consists of monitoring the 
'busy flag' and examining the contents of any 
location within the display data RAM. The busy flag 
is first read to determine the earliest time that the 
display module can accept new instructions. The 
data bus is then read to recover the required 
information, verify its correctness, or determine 
any need for a display update. This feature may 
eliminate the need for external RAM, as single line 
displays have 40 to 64 locations not displayed 
which can be used as general purpose RAM. 
The busy flag is read by setting RS = R/W = 1 and 
pulling the enable line high. The flag appears on D7 
and is active high. Any write attempted to the 
module before the Busy Flag has been cleared to a 
Low state may be ignored or corrupted with the 
possibility of error. 
The display data is read by first executing a display 
data address set instruction (RS = R/W = 0), and 
then by setting RS = R/W = 1. The data bus will 
contain the valid data on the trailing edge of the 
enable pulse. The display data address is automati-
cally incremented to allow consecutive 'reads' to 
read a data block easily. 
Sending Character Strings 
Messages may be shown in several ways. Most 
applications wil l require a new message to replace 
an existing one. 
Each message to be displayed should be preceded 
with a 'Clear Display' instruction (01 hexadecimal). 
Following the 1.6ms set up delay, the message can 
be input. After the last character has been entered, 
the display is then, 'idled' by either preventing 
further enable pulses, setting RS = 1 or by sending 
a code which has no effect, 0E (hexadecimal) for 
instance. 
Alternatively, multiple messages may be stored 
in the Display RAM in one data transfer. Rapid shift 
codes can be be used to rotate each new message 
into the window. To ensure that extraneous charac-
ters do not appear in the window when this mode 
is used, surround each message with an appropri-
ate number of blanks. 
Viewing angle control 
RS LCD modules are best viewed from slightly 
below the 'Head-on' viewing angle and hence are 
ideally suited to keyboard/display units where an 
angled display enclosure is inconvenient. Single 
line displays have an optimum contrast ratio about 
20 degrees off the perpendicular. Two line versions 
shift the visual cone about 15 degrees further. 
Pin 3 of the module, VQ, allows individual viewers 
to optimize the display contrast to their particular 
taste and position and it should be connected to a 
variable voltage of 0.2 to 0.7V. 
Levels higher than these shift the viewing angle so 
far that the display may be unreadable. There is no 
benefit in returning the voltage control to a nega-
tive potential. 
The best technique in maximising contrast is to 
adjust the contrast control with some characters on 
display. Turn the control just to the point where 
undesired dots (those not part of a display charac-
ter) become invisible. Note: this does not produce 
the darkest dot. Adjusting for darkest dots over-
emphasizes the undesired dots resulting in loss of 
contrast ratio. 
Display initialisation 
It is always recommended to follow an initialisation 
routine before using the display to ensure that the 
display processor has correctly formatted the dis-
play window and that it can correctly interpret 
further instructions. 
A suggested sequence to set up an automatically 
incremented display with steady line cursor fol-
lows: 
RS = R/W = 0. 
8 bit, 1 line, 5 x 7 
30, 30,30,06, 0E, 01 
8 bit, 2 lines: 5 x 7 only 
38,38, 38, 06, 0E, 01. 
It is possible to write to just one line of a two line 
display. Using the '30' instruction will improve the 
contrast by eliminating line 2. 
Four bit machines may also incorporate the display 
module. Initialisation is critical and this format 
should be closely followed. As 4 bit operation 
requires that data be sent twice over the D4-D7 bus, 
memory requirements are doubled. An advantage 
is the ability to store all 4 data bits, RS, and R/W in 
a standard 8 bit wide memory. The 8 bit data bus 
mode wil l require at least 9 bits of memory. 
(Assuming R/W is held low.) 
4 bit, 1 line, 5 x 7 
3, 3, 3 ,2 ,2 ,0 ,0 ,6 , 0, E, 0, 1 
* (The single terminating 1 is crucial). 
For 2 lines change the repeated 20 code to repeated 
24 or 28. ie. 3, 3, 3, 2, 2, 8, 0, 6, 0, E, 0,1 etc. 
Key operat ional codes 
These are key operational codes which are de-
coded by the Instruction Register. As these codes 
are comnnands they are sent with RS = R/W = 0. 
Description Code 
Clear display 0 i 
Home display 02 
Direction of next character entry 
Left 
Right 












Display shift, no data entry: 
Left 
Right 
Display data addresses. 
Honne position 
Rightmost, top 
Linefeed and C.R. 
To 2nd line 
Rightmost, bottom 
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8F(16), A7 (40 char, display) 
C0 
CF(16), E7I40) 
Programming CG R A M 
The character generator (CG) RAM allows 8 custom 
5 x 8 characters. Once programmed, the newly 
created symbols are accessed exactly as if they 
were in ROM. As the RAM is a volatile memory 
power must be maintained. The programming for-
mat may be programmed into external ROM and 
sent following display initialization. All dots of the 
character matrix may be programmed, including 
the cursor position, if desired. 
The module's RAM is divided into 2 parts: display 
data and custom graphics. The CG portion of RAM 
is located between hex 40 and 7F, and is con 
tinuous. Locations 40-47 hold the 1st CG character 
48-4F the 2nd, 50-57 the 3rd, and 78-7F the 8th. If 
during initialization, the display was set to auto 
maticaily increment, then only the single address 
40 need be sent. Adjacent row data will automati 
cally appear at 41, 42 etc. All 8 CG characters may 
therefore be programmed with the single initial 
address entry 40 and 64 data writes. 
CG RAM is 8 bits wide although 5 bits fill a CG row. 
The leftmost dot of the CG row corresponds to D4, 
in the most significant nibble, with the other 4 dots 
in the least significant nibble (D3-D0). DO corres-
ponds the rightmost dot. Thus IF = all dots on. 00 
= all dots off, 15 (HLHLH) = 3 dots on, OA (LHLHL) 
= 2 dots on. In each case, 5 bits of the 8 bit code 
program one row of a CG character. When all 8 
rows are programmed, the CG character definition 









addresses 1 st row, 1 st CG 
character 
result of n , 1st row 
result of 0A, 2nd row 
result of 1F, 3rd row 
result of 04, 4th row 
result of 1F, 5th row 
result of 04, 6th row 
result of 04, 7th row 
result of 00, 8th row (cursor 
position) 
1 st row, 2nd CG character. 
Note; addressing not now 
required, hex 48 is next in 
the sequence. 
Addit ional sof tware control 
Additional effects can be created by alternating 
certain codes, exploiting the CG RAM, or altering 
the system timing. For example: 
Flash the display screen 
Send the message to the display and then alternate 
the codes 0A and (3E. The period of 0A wil l deter-
mine the length of time the display is off. This is an 
effecfive warning condition. 
Flash a selected display zone 
Send the desired message noting the display 
address of the leading character in the zone. Send 
the address of the lead character and then hex 20 
for each remaining flashing position. Wait an 
appropriate time and then rewrite the flashing data. 
Repeat. While somewhat tedious, the technique is 
visually effective. A dedicated subroutine could be 
used to achieve this function. 
Scroll the display 
Single op codes shift the display left, right, or 
together shift, and enter, new data. Codes 18, 1C, 
07, and 05 are used. A single line display has an 80 
character ram allowing the user to 'fill' the ram and 
then 'step' the data either left or right. Vertical 
scrolling, where entire 'chunks' of display screen 
size data are sequentially viewed, can be achieved 
with a reasonably simple host MPU subroutine. 
Create multi-channel bar graphs 
Bar graphs are relatively easy to create. The linear 
bar graph is an excellent trend indicator and can 
greatly enhance operator feedback. Up to 3 bar 
graphs can be simultaneously displayed. The CG 
RAM is programmed with double dot-thickness 
rows. Blank rows separate each bar, with dots 
filling rows 1, 2, 4, 5, 7 and 8 of each CG RAM 
character. 3 graphs use 7 CG RAM characters. The 
CG is programmed to contain all 3 bars, 3 combina-
tions of 2 bars, and 3 single bars. The host MRU 
measures each input channel and outputs the 
appropriate CG RAM character, one at a time. The 
consecutive RAM characters create the bar of the 
graph. Single or dual channel graphs are similarly 
derived. 
4 bit operation 
Four bit operation has been discussed under 'Dis-
play Initialisation'. 
The four bit data bus mode will be particularly 
suitable if: 
a) a 4 bit MPU is in use. 
b) Insufficient I/O lines are available to support an 
8 bit wide bus. 
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c) Operation direct from an 8 bit Eprom or RAM is 
required. (At least 9 bits are needed if an 8 bit 
bus is employed). 
D7-D4 are used during 4 bit data transfers. D3-D0 
may float. The 8 bit hex code is sent one nibble at a 
time, with the most significant nibble leading. 
The 4 bit data mode is particularly suitable when 
the module is to be driven directly from an EPROM/ 
counter combination, as RD and R/W can be prog-
rammed alongside the data. Care must be taken to 
ensure that RS is correct during each part of the 
instruction. An easy way to ensure that RS is 
correct when programming an 8 bit wide EPROM is 
to make D4 = RS and use 30-3F (hexadecimal) for 
character data and 40-4F (hexadecimal) for com-
mands. 
Code Character Command 
0 0 @ 
1 1 A 
2 2 B 
3 3 C 
4 4 D 
5 5 E 
6 6 F 
7 7 G 
8 8 H 
9 9 I 
A J 
B ; K 
C < L 
D = M 
E > N 
F ? O 
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