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Abstrakt
Tato bakalárˇská práce je zameˇrˇená na vývoj mobilních aplikací pro operacˇní systém Win-
dows Phone 8. Hlavním cílem této práce je prˇedstavit a specifikovat operacˇní systém
Windows Phone 8 prˇedevším z pohledu vývoje. Jako nástroj pro ilustraci vývoje poslouží
navržená mobilní aplikace využívající webového API pro zobrazení meteorologických
jevu˚.
Klícˇová slova: Windows Phone 8, Microsoft, Silverlight, XAML, C#, Netatmo, Pocˇasí,
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Abstract
This thesis is focused on the development of mobile applications for Windows Phone 8.
The main objective of this work is to introduce and specify the operating system Win-
dows Phone 8, especially from the perspective of development. As a tool to illustrate
the proposed development will serve mobile applications using Web API for displaying
meteorological phenomena.
Keywords: Windows Phone 8, Microsoft, Silverlight, XAML, C#, Netatmo, Weather, Vi-
sual Studio, API, JSON, LiveTile, Windows Phone Store, mobile application, develop-
ment
Seznam použitých zkratek a symbolu˚
API – Application programming Interface
CSS – Cascading Style Sheets
GPS – Global Positioning System
HTML – HyperText Markup Language
JSON – JavaScript Object Notation
LED – Light-Emitting Diod
MSDN – Microsoft Developer Network
RAM – Random-Access Memory
SDK – Software Developing Kit
VGA – Video Graphics Array
WP – Window Phone
WVGA – Wide Video Graphics Array
WXGA – Wide Extended Graphics Array
XAML – Extensible Application Markup Language
XML – Extensible Markup Language
1Obsah
1 Úvod 4
2 Windows Phone 8 5
2.1 Historie Windows Phone . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 5
2.2 Obecné informace o Windows Phone 8 . . . . . . . . . . . . . . . . . . . . . 5
2.3 Minimální požadavky . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 6
2.4 Životní cyklus aplikací . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 7
2.5 Vývoj aplikací . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 9
2.6 Vytvorˇení první aplikace . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 11
2.7 Univerzalní aplikace . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 17
3 Analýza aplikace 19
3.1 Specifikace cíle . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 19
3.2 Popis aplikace a její požadavky . . . . . . . . . . . . . . . . . . . . . . . . . 19
3.3 Použité technologie . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 20
4 Implementace aplikace 22
4.1 Práce s API Netatmo . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 22
4.2 Zpracování odpoveˇdi pomocí JSON . . . . . . . . . . . . . . . . . . . . . . 23
4.3 Live Tile . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 24
4.4 Autentizace pomocí IsolatedStorage . . . . . . . . . . . . . . . . . . . . . . 25
4.5 Hlavní menu . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 26
4.6 Popis funkcí . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 28
5 Distribuce 31
5.1 Publikování aplikace na Windows Store . . . . . . . . . . . . . . . . . . . . 31
5.2 Hodnocení aplikace na Windows Store . . . . . . . . . . . . . . . . . . . . . 33
6 Záveˇr 34
7 Reference 35
2Seznam obrázku˚
1 Úvodní obrazovka Windows Phone 8 - Metro . . . . . . . . . . . . . . . . . 6
2 Životní cyklus aplikace Windows Phone 8 . . . . . . . . . . . . . . . . . . . 8
3 Vývoj Metro aplikací . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 10
4 Výbeˇr šablony nového projektu ve Visual Studio . . . . . . . . . . . . . . . 12
5 Solution s projektem HelloWorld . . . . . . . . . . . . . . . . . . . . . . . . 13
6 Windows Phone Developer Registration - registrování telefonu . . . . . . 17
7 Diagram univerzální aplikace . . . . . . . . . . . . . . . . . . . . . . . . . . 18
8 Hlavní obrazovky aplikace . . . . . . . . . . . . . . . . . . . . . . . . . . . . 28
9 Graf historie hodnot aplikace . . . . . . . . . . . . . . . . . . . . . . . . . . 29
10 Nápoveˇda aplikace a živá dlaždice . . . . . . . . . . . . . . . . . . . . . . . 30
11 Obrázek pro Windows Store . . . . . . . . . . . . . . . . . . . . . . . . . . . 31
12 Aplikace na Windows Storu . . . . . . . . . . . . . . . . . . . . . . . . . . . 32
13 Statistika stahování aplikace . . . . . . . . . . . . . . . . . . . . . . . . . . . 33
3Seznam výpisu˚ zdrojového kódu
1 Implementace rˇádku˚ a sloupcu˚ . . . . . . . . . . . . . . . . . . . . . . . . . 14
2 Implementace prvku˚ z Toolbox nabídky . . . . . . . . . . . . . . . . . . . . 15
3 Implementace události stisknutí tlacˇítka . . . . . . . . . . . . . . . . . . . . 15
4 Implementace asynchronní metody s požadavkem POST . . . . . . . . . . 22
5 Volání a deserializování požadavku . . . . . . . . . . . . . . . . . . . . . . 23
6 Json rˇeteˇzec . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 23
7 Vytvorˇení obrázku jako pozadí dlaždice . . . . . . . . . . . . . . . . . . . . 24
8 Nastavení pozadí dlaždicím . . . . . . . . . . . . . . . . . . . . . . . . . . . 24
9 Uložení prˇihlašovacích údaju˚ do IsolateStorage . . . . . . . . . . . . . . . . 25
10 Nacˇítaní prˇihlašovacích údaju z IsolateStorage . . . . . . . . . . . . . . . . 25
11 Uživatelské rozhraní definující ikony obrazovek . . . . . . . . . . . . . . . 26
12 Událost zmeˇny ikon reprezentující hlavní obrazovky aplikace . . . . . . . 27
41 Úvod
Cílem této práce je prˇiblížit vývoj mobilních aplikací pro operacˇní systém Windows Phone
8 vyvinutý spolecˇností Microsoft a prˇiblížit tak vývojárˇu˚m specifikace a možnosti vývoje
pro tuto platformu. Jako nástroj pro ilustraci tohoto vývoje poslouží navržena a naimple-
mentovaná aplikace, zobrazující dostupná data na základeˇ specifického požadavku na
webové API. V této práci bude veškerá implementace kódu˚ rˇešena pomocí kombinace
technologií Silverlight a jazyku C#.
Na zacˇátek práce bude prˇedstavena historie operacˇního systému Windows Phone a
popsána bližší specifikace systému Windows Phone 8 s minimálními požadavky na fy-
zické zarˇízení, které musí každý výrobce splnˇovat. Následuje cˇást práce s návodem pro
vývojárˇe, kterˇí chteˇjí zacˇít s vývojem pro platformu Windows Phone 8. V této cˇásti je
detailneˇ popsaný návod od stažení vývojového prostrˇedí až k vytvorˇení první aplikace.
Následující kapitola obsahuje návrh koncepcˇneˇ užitecˇné aplikace, sloužící jako ilustrace
k vývoji. Popsány zde budou zejména její požadavky a použité technologie prˇi vývoji.
Další kapitola je zameˇrˇená na praktickou implementaci s jednotlivými ukázkami kódu
vybraných klícˇových prvku˚ aplikace, naprˇ. živá dlaždice nebo odesílání a zpracování po-
žadavku˚. Nakonec této práce budou popsány potrˇebné kroky k publikaci aplikace mezi
beˇžné uživatele a zhodnocení tohoto procesu se zpeˇtnou uživatelskou vazbou.
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2.1 Historie Windows Phone
Windows Phone byl prˇedstaven spolecˇností Microsoft 21. rˇíjna 2010 jako nástupce Win-
dows Mobile. Du˚ležitým a hlavneˇ neobvyklým krokem byla nekompatibilnost mezi teˇ-
mito operacˇními systémy. Mezi novinky operacˇního systému, oznacˇovaného jako Win-
dows Phone 7, bylo naprˇ. nové uživatelské rozhraní zvané Metro nebo integrace soft-
waru trˇetích stran jako je naprˇ. Facebook a Twitter. Dále také integrace služeb OneDrive,
Office 365 apod. od spolecˇnosti Microsoft.[1]
Po neˇkolika aktualizacích Windows Phone 7 prˇisel Microsoft s novou generací mobil-
ního operacˇního systému nazvanou Windows Phone 8. Hlavním rozdílem oproti prˇed-
chozí generaci operacˇního systému nastal v architekturˇe. První generace Windows Phone
systému˚ používala architekturu Windows CE, zatímco Windows Phone 8 prˇešel na nové
prˇizpu˚sobené jádro ze systému Windows NT. Z tohoto du˚vodu nejsou zarˇízení se star-
ším operacˇním systémem kompatibilní se zarˇízeními s noveˇjším systémem. Nelze proto
používat aplikace mezi teˇmito systémy.[2]
Poslední uživateli velmi ocˇekávaná aktualizace s velkým množstvím novinek a vy-
lepšeními, zvaná Windows Phone 8.1 prˇišla 14. dubna 2014. Mezi nejzajímaveˇjšími no-
vinkami patrˇí prˇedevším Notifikacˇní centrum, které umožnˇuje shromažd’ovat du˚ležité
události, jako jsou naprˇ. zmeškané hovory, prˇijaté zprávy nebo také oznámení ru˚zných
aplikací. Tato verze operacˇního systému byla uvolneˇna zcela bezplatneˇ a všechna zarˇí-
zení s Windows Phone 8 mohou aktualizovat na tuto verzi. [3]
Do budoucna spolecˇnost prˇipravuje nový operacˇní systém s názvem Windows 10.
Tento systém pobeˇží na zcela novém jádru a bude urcˇený jak pro stolní pocˇítacˇe, note-
booky, tablety, tak i pro chytré telefony, Xboxy a další zarˇízení. Na všechny zarˇízení bude
možné nainstalovat jednu univerzální aplikaci. Microsoft také zverˇejnil, že Windows 10
budou dostupné jako aktualizace pro všechny telefony s Windows Phone 8.1 a to zacˇát-
kem podzimu 2015. [4]
2.2 Obecné informace o Windows Phone 8
Windows Phone 8 patrˇí do rodiny mobilních operacˇních systému˚, kterou vyvinula spo-
lecˇnost Microsoft jako nástupce Windows Phone 7. Tato druhá generace operacˇních sys-
tému s kódovým oznacˇením Apollo byla vydána 29. rˇíjna 2012.
Systém Windows Phone 8 používá stejneˇ jako jeho prˇedchu˚dce uživatelské rozhraní
Metro. Klícˇovým principem tohoto rozhraní je úvodní obrazovka skládaná z dlaždic, re-
prezentující odkaz na aplikace, vlastnosti a funkce operacˇního systému.
Mezi novinky, které tento systém prˇinesl, patrˇí zejména:
• Nový Internet Explorer
• Podpora MicroSD karet
• Podpora rozlišení 1280 x 720 a 1280 x 768 pixelu˚
6• Podpora cˇtyrˇ-jádrových procesoru˚
• Multitasking na pozadí
Obrázek 1: Úvodní obrazovka Windows Phone 8 - Metro
K nejveˇtším výrobcu˚m zarˇízení s operacˇním systémem Windows Phone 8 patrˇí zejména
Nokia, HTC, Samsung, Huawei.[2]
2.3 Minimální požadavky
Spolecˇnost Microsoft podmínila výrobu zarˇízení s operacˇním systémem Windows Phone
8 minimálními hardwarovými požadavky. Jestliže výrobci chteˇjí na svých zarˇízeních vy-
užívat systém Windows Phone 8, musejí splnˇovat následující rˇadu podmínek z du˚vodu
plynulého chodu operacˇního systému a jeho optimalizace.
• Displej – musí být více dotykový kapacitní se zpracováním nejméneˇ cˇtyrˇ bodu˚ sou-
cˇasneˇ.
• Procesor – dvou jádrový Qualcomm Snapdragon s architekturou ARM.
• Operacˇní pameˇt’ – pro nižší rozlišení WVGA je požadováno minimálneˇ 512MB
RAM a pro vyšší rozlišení 720p a WXGA je požadována minimální operacˇní pa-
meˇt’ 1GB RAM.
• Interní pameˇt’ – je vyžadováno 4GB flash pameˇti.
7• Grafický procesor – podporující DirectX s hardwarovou akcelerací pro Direct3D
Mezi další požadavky patrˇí GPS a A-GNSS (GLONASS), podpora micro-USB 2.0,
3.5mm stereo jack pro sluchátka, podpora trˇí tlacˇítek, zadní fotoaparát s vyhrazeným
tlacˇítkem pro spoušt’, LED nebo xenonový blesk a minimálním rozlišením VGA . Dále je
nutností akcelerometr, senzor prˇiblížení, sveˇtelný senzor, vibracˇní motu˚rek, Wifi 802.11b/g
a Bluetooth.[5]
2.4 Životní cyklus aplikací
Životním cyklem aplikace rozumíme neˇkolik stavu˚, které by meˇla každá aplikace vyko-
návat. Mezi tyto stavy patrˇí:
Running stav nastává po spušteˇní aplikace. V tomto stavu aplikace zu˚stává do doby, než
nastane uzamknutí obrazovky telefonu, ukoncˇení nebo prˇechod do jiné aplikace.
Dormant nastává tehdy, jestliže uživatel opustí aplikaci tlacˇítkem zpeˇt nebo spustí jinou
aplikaci. Vyvoláním jedné z teˇchto událostí se operacˇní systém pokusí prˇevést apli-
kaci do stavu necˇinnosti neboli spánku. V tomto stavu je aplikace pozastavena, ale
zu˚stává stále v pameˇti. V prˇípadeˇ znovu spušteˇní se aplikace aktivuje do posled-
ního stavu, proto není potrˇeba nacˇítat údaje jako prˇi prvním spušteˇní.
Tombstoned je stav, ve kterém se mu˚že nacházet pouze peˇt posledních ukoncˇených apli-
kací. V tomto stavu se v pameˇti uchovávají informace pro prˇípadné obnovení apli-
kace.
Pro prˇechod mezi teˇmito stavy aplikace slouží následující události a metody:
Launching Event je událost vznikající prˇi spušteˇní nové instance aplikace, at’ už pomocí
dlaždic na úvodní obrazovce nebo ze seznamu nainstalovaných aplikací. Chceme-
li zajistit, aby spušteˇní aplikace netrvalo prˇíliš dlouhou dobu, je nutné se vyvarovat
nárocˇným úlohám, jako je práce se soubory nebo sítí. Tyto úlohy by meˇly být pro-
vádeˇny na pozadí po nacˇtení aplikace.
OnNavigatedTo metoda je volána, jestliže dojde k prvnímu spušteˇní aplikace, prˇechodu
ze stavu Dormant nebo Tombstoned a také když nastává prˇechod mezi stránkami
aplikace. V této metodeˇ je du˚ležité zkontrolovat, zda dochází k prvnímu spušteˇní
instance. Jestliže tomu tak není, instance nemusí být obnovena.
OnNavigatedFrom je metoda, která je volána vždy, když uživatel prˇejde z jakékoliv apli-
kace do Vaší aplikace nebo prˇi prˇecházení mezi stránkami aplikace. Kdykoliv prˇi
volání této metody, by meˇla aplikace ukládat svu˚j stav do pameˇti tak, aby mohla
být prˇípadneˇ obnovena.
Deactivated Event událost je aktivována, jestliže uživatel stiskne tlacˇítko Start nebo spustí
jinou aplikaci, poprˇípadeˇ událost mu˚že také vyvolat zamknutí obrazovky. Aplikace
tak prˇechází do stavu Dormant a ukládá nezbytné data pro pozdeˇjší obnovení.
8Activated Event je volána, když uživatel znovu spustí nepoužívanou aplikaci, který se
nachází ve stavu Dormant nebo Tombstoned. Pro zjišteˇní v kterém stavu se aplikace
nachází, slouží Properties isApplicationInstancePreserved. Jestliže je pravda, apli-
kace se nachazí ve stavu Dormant. V opacˇném prˇípadeˇ se nachazí ve stavu Tomb-
stoned a musí dojít k obnovení aplikace.
Closing Event události dochází prˇi stisknutí tlacˇítka zpeˇt na hlavní stránce aplikace. V
tomto prˇípadeˇ se aplikace ukoncˇí a programátor má 10 sekund na to, aby uložil
trvalý stav aplikace. Prˇi prˇekrocˇení tohoto limitu je aplikace ukoncˇena. Pro vyhnutí
ztráty dat je vhodné ukládat stav aplikace po celou dobu její životnosti.[6]
Obrázek 2: Životní cyklus aplikace Windows Phone 8
92.5 Vývoj aplikací
K vývoji aplikací pro Windows Phone 8 je nutné mít nainstalovaný operacˇní systém Win-
dows 8 a vyšší. Dalším du˚ležitým aspektem pro vývoj je podpora procesoru s technologií
Hyper-V pro správné fungování emulátoru, který slouží jako plnohodnotná náhrada za
fyzické zarˇízení. Jestliže procesor nepodporuje tuto technologii, je nutné veškeré testo-
vání aplikace provádeˇt na fyzickém zarˇízení.
2.5.1 Vývojové prostrˇedí
Abyste mohli vyvíjet aplikace pro Windows Phone 8 je nutné mít nainstalovaný potrˇebný
software. Pro tento úcˇel slouží vývojové prostrˇedí Microsoft Visual Studio 2012 a vyšší s
doplnˇujícím obsahem pro vývoj Windows Phone. Toto celé je obsaženo v balíku Windows
Phone 8 SDK tools, který je možný stáhnou na stránkách vývojárˇského centra Windows
Store https://dev.windows.com/en-us/develop/download-phone-sdk. Jestliže jste ve
studentském programu DreamSpark nebo prˇedplatitel MSDN, máte potrˇebný software
zdarma.
Abychom mohli nainstalovat tento vývojový nástroj, je potrˇeba vlastnit následující
minimální hardwarové požadavky.
• Procesor pracující alesponˇ na frekvenci 1,6 GHz
• Operacˇní pameˇt’ 1 GB RAM, v prˇípadeˇ použití ve virtuálním pocˇítacˇi je potrˇeba 1,5
GB
• Pevný disk s rychlostí 5 400 ot./min a velikost volného místa 10 GB
• Grafická karta s podporou rozhraní DirectX 9 s minimálním rozlišením 1024 x 768[7]
Po seznámení s hardwarovými požadavky, mu˚žeme nainstalovat stažený balík Win-
dows Phone 8 SDK tools, který obsahuje mimo hlavní vývojové prostrˇedí také:
• Windows Phone Emulátor jako plnohodnotná náhrada fyzického zarˇízení prˇi la-
deˇní aplikace.
• Blend for Visual Studio pro jednodušší vývoj uživatelského rozhraní.
• Application Deployment umožnˇující nainstalovat aplikaci do fyzického zarˇízení.
• Windows Phone Developer Registration umožnˇující odemknout fyzické zarˇízení
pro testovaní aplikace
• Windows Phone Power Tools je zajímavým doplnˇkem umožnˇující instalovat apli-
kace do zarˇízení a dále je spravovat. Asi neužitecˇneˇjší funkcí je možnost náhledu
do Isolated Local Storage, ve kterém prˇi testování aplikace mu˚žeme oveˇrˇit obsah
ukládaných dat a nastavení.
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2.5.2 Vývojárˇský úcˇet
Po nainstalování balícˇku je posledním krokem prˇed zahájením vývoje mobilních aplikací
potrˇeba ješteˇ získání vývojárˇského úcˇtu. Registrace probíhá na webu
https://dev.windowsphone.com/. Pro získání vývojárˇského úcˇtu je potrˇeba zaplatit po-
platek ve výši 99 dolaru˚ za rok. V prˇípadeˇ vlastnictví studentského úcˇtu DreamSpark a
prˇedložení platného ISIC pru˚kazu, je registrace úcˇtu zcela zdarma. S vytvorˇeným úcˇtem
dostáváme následující možnosti:
• Vytvárˇet a odesílat bezplatné i placené aplikace do Windows Storu a Windows
Phone Storu
• Distribuovat a propagovat aplikace ve sveˇte
• Testovat aplikace pro Windows Phone na fyzickém zarˇízení
• Spravovat propagované aplikace a sledovat, jak si vedou[8]
2.5.3 Programovací techniky
Pro vývoj Windows Phone 8 aplikací máme k dispozici dveˇ technologie. Technologii
XNA a Silverlight. XNA framework je vhodný prˇedevším pro tvorbu 2D a 3D her. Za-
tímco Silverlight je urcˇen pro psaní ru˚zných utilit a aplikací využívající základní ovládací
prvky systému a proto se v této práci budu zabývat touto technologií. V Silverlightu roz-
deˇlujeme programování podobneˇ jako v HTML/CSS na dveˇ cˇasti a to programování gra-
fického uživatelského rozhraní a funkcˇního zdrojového kódu. Je to z du˚vodu možnosti
práce v týmu, kdy mu˚že programátor a grafik pracovat oddeˇleneˇ. Pro grafický vzhled je
urcˇen znacˇkovací jazyk XAML. Je to XML kód s konkrétními znacˇkami pro nastavování
barvy, velikosti prvku˚, ale také animace nebo ru˚zných reakcí prvku˚, naprˇ. kliknutí myši.
Funkcˇní zdrojový kód se programuje pomocí jazyku˚ C# nebo VB.NET. V této práci bude
používán ve všech ukázkách kódu jazyk C#. Podrobneˇjší informace ohledneˇ jazyku˚ C# a
XAML si popíšeme v pozdeˇjší kapitole.[9]
Obrázek 3: Vývoj Metro aplikací
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2.6 Vytvorˇení první aplikace
Nyní se již konecˇneˇ pustíme k vývoji první aplikace pro Windows Phone 8. Naše první
aplikace bude jednoduchý „Hello world”. Na zacˇátku vývoje je du˚ležité definovat vlast-
nosti aplikace, co bude daná aplikace deˇlat a jak bude vypadat. Naše aplikace bude velmi
jednoduchá, a proto si vystacˇíme s minimální znalostí programovacích jazyku˚.
2.6.1 Založení projektu
Prvním krokem k vytvorˇení nového projektu je spušteˇní vývojového prostrˇedí Microsoft
Visual Studio. Jestliže máme software spušteˇný, je nejprve potrˇeba založit nový projekt
pomocí nabídky (File – New – Project ). Zde je nutné zvolit architekturu, pro kterou bu-
deme vyvíjet (Visual C - Windows Store – Windows Phone Apps ). V tomto kroku je
du˚ležité mít promyšlený koncept aplikace a zvolit vhodnou šablonu pro vývoj, aby nedo-
šlo k zbytecˇnému a pracnému modifikování uživatelského rozhraní aplikace. V balícˇku
Windows Phone SDK je možnost použití neˇkolika šablon projektu˚:
• Black App (Windows Phone Silverlight) šablona obsahující pouze jednu stránku
se základním rozvržením
• Databound App (Windows Phone Silverlight) šablona umožnˇující nacˇtení a zob-
razení dat v seznamu
• Class Library (Windows Phone Silverlight) je projekt pro vytvárˇení trˇíd, sloužící
jako knihovna pro Windows Phone
• Panorama App (Windows Phone Silverlight) šablona s horizontálním posunem
obrazu, tzv. panorama zobrazení
• Pivot App (Windows Phone Silverlight) šablona složena z neˇkolika obrazovek ve-
dle sebe s horizontální navigací mezi sebou
• Audio Playback Agent (Windows Phone Silverlight) speciální knihovna urcˇena
pro implementaci agenta beˇžícího na pozadí pro prˇehrávání audio souboru˚
• Audio Streaming Agent (Windows Phone Silverlight) knihovna obdobná prˇed-
chozí, rozdílná v implementaci agenta pro prˇehrávání streamovaného audia
• Scheduled Task Agent (Windows Phone Silverlight) speciální knihovna pomocí
níž mu˚že beˇžet na pozadí naimplementovaný algoritmus, naprˇ. Live Tiles
Aplikace „Hello World“ jak již bylo zmíneˇno bude velmi jednoduchá, proto nám pro vý-
voj bude stacˇit nejzákladneˇjší šablona Black App (Windows Phone Silverlight). Po zadání
názvu „HelloWorld“ a potvrzení projektu tlacˇítkem, budeme dotázáni na verzi operacˇ-
ního systému Windows Phone, pro kterou chceme vyvíjet, zvolíme Windows Phone 8.0.
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Obrázek 4: Výbeˇr šablony nového projektu ve Visual Studio
Následneˇ se nám otevrˇe nový projekt s patrˇicˇneˇ zvolenou šablonou. Pracovní plocha
projektu je rozdeˇlena do neˇkolika cˇástí. Hlavní cˇástí pracovní plochy tvorˇí prostor pro
funkcˇní zdrojový kód nebo pro uživatelské rozhraní. Jestliže máme otevrˇen soubor pro
implementaci uživatelského rozhraní, pak je pracovní plocha rozdeˇlena ješteˇ na cˇást s
aktuálním vzhledem aplikace v telefonu a na cˇást pro prˇímou tvorbu nebo úpravu zdro-
jového kódu. Obeˇ tyto cˇásti jsou vzájemneˇ propojeny a prˇi zmeˇneˇ v jedné z nich se zmeˇny
automaticky projevují do té druhé. Doplnˇkem teˇchto cˇástí je panel vlastností vybraných
prvku˚, díky kterému mu˚žete bez širších znalostí jednoduše upravovat a vytvárˇet vzhled
svých aplikací.
2.6.2 Struktura projektu
Každý projekt je soucˇástí korˇenového prvku Visual Studia tzv. Solution. Tento prvek
mu˚že obsahovat více projektu˚, které mohou samostatneˇ odpovídat všem výše uvedeným
šablonám a mohou být na sebe vázány referencí, avšak vždy musí být nastaven pouze
jeden projekt jako hlavní startovací, který se prˇi spušteˇní projektu prˇekládá jako první.
Vytvorˇený projekt obsahuje neˇkolik následných prˇedprˇipravených prvku˚:
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• Složka Properties obsahuje trˇi soubory. Prvním v porˇadí je AppManifest.xml , který
obsahuje obecná nastavení aplikace. Dále trˇída AssemblyInfo.cs a WMAppMani-
fest.xml, který obsahuje specifikace pro publikování aplikace ve Windows Store.
• Složka References obsahuje všechny reference na knihovny, které aplikace využívá.
• Složka Assets je urcˇena pro veškeré grafické soubory, jako jsou naprˇ. ikony dlaždic,
ikona aplikace, pozadí.
• Složka Resources, nachází se zde soubory složené z XML položek, specifikující ob-
jekty a rˇeteˇzce uvnitrˇ XML znacˇek. Jde prˇedevším o soubor s lokalizovaným zdro-
jem pro textové rˇeteˇzce uvnitrˇ kódu.
• App.xaml je soubor podobný CSS, deklarují se zde prostrˇedky využívané v aplikaci
naprˇ. styly jednotlivých prvku˚, jako je tlacˇítko, textbox nebo trˇeba písmo.
• MainPage.xaml velmi du˚ležitý soubor obsahující vzhled stránky, která je zobra-
zena po špušteˇní aplikace.
• MainPage.cs obsahuje funkcˇní kód pro uživatelské rozhraní MainPage.xaml.
Obrázek 5: Solution s projektem HelloWorld
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2.6.3 Tvorba uživatelského rozhraní
Nyní, když už známe strukturu projektu, otevrˇeme si soubor MainPage.xaml, který jak
už víme, slouží pro tvorbu uživatelského rozhraní. Všimneˇte si, že je v kódu použita
komponenta Grid. Jedná se o jednu z nejpoužívaneˇjších komponent, která rozdeˇluje ob-
raz na rˇádky a sloupce. V našem projektu máme dva Gridy, prˇicˇemž jeden je vnorˇený.
Znamená to, že mu˚žeme jakkoli tuto komponentu vnorˇovat do sebe a rozmist’ovat tak
ostatní prvky prˇesneˇ podle našich prˇedstav.
Prˇejdeˇme tedy k samotné úpraveˇ kódu. Vneˇjší Grid obsahuje dva TextBlocky, první
slouží jako název aplikace a druhý jako nadpis stránky. V prvním TextBlocku prˇepíšeme
vlastnost Text na název naší aplikace a to tedy Text=“My first application“ a u druhého
na Text=“Hello World“. Nyní prˇejdeme do vnorˇeného Gridu, kterému prˇidáme vlastnosti
pro definici sloupcu˚ a rˇádku˚. Deklarace sloupcu˚ se provádíme prˇes ColumnDefinitions
vložený v Grid.ColumnDefinitons . Zadání výšky sloupce mu˚žeme provést trˇemi zpu˚-
soby.
• Auto definuje automatickou výšku podle velikosti prvku, který je v neˇm vložen.
• Výšku mu˚žeme také stanovit pevnou a to v pixelech.
• Trˇetí možností jak stanovit výšku je parametr *, který vyplnˇuje zbytek dostupného
místa.
<Grid x:Name="GridContent" Grid.Row="1">
<Grid.RowDefinitions>
<RowDefinition Height="Auto"/>
<RowDefinition Height="Auto"/>
<RowDefinition Height="Auto"/>
</Grid.RowDefinitions>
<Grid.ColumnDefinitions>
<ColumnDefinition Width="∗" />
<ColumnDefinition Width="∗" />
</Grid.ColumnDefinitions>
<!−−pokracovani kodu−−>
</Grid>
Výpis 1: Implementace rˇádku˚ a sloupcu˚
Zcela podobneˇ je tomu tak i u rˇádku˚, s tím rozdílem, že Column nahradíme Row.
V tuto chvíli mu˚žeme prˇidat další prvky pro naši aplikaci. Nejjednodušším zpu˚sobem
je výbeˇr prvku prˇímo z Toolbox nabídky, kterou najdeme v levé krajní lišteˇ vývojového
prostrˇedí. Kliknutím prˇidáme tyto prvky:
• TextBlock kterému nastavíme vlastnost Text na „What is your name?“.
• TextBox bude sloužit pro vstup uživatele, prvek pojmenujeme pomocí x:Name jako
„TxtBoxIn“ a vlastnost Text necháme nevyplneˇný.
• Button je prvek zastupující tlacˇítko. Nastavíme název na „BtnHello“ a text zobra-
zující se na tlacˇítku pomocí vlastnosti Content, nastavíme na „Say Hello“.
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• Textblock pro výstup aplikace pojmenujeme jako „TxtBlockOut“, taktéž nebudeme
nastavovat vlastnost Text a necháme jej nevyplneˇný.
Pro rozložení teˇchto prvku˚ použijeme rˇádky a sloupce Gridu. Zadání sloupcu˚ prove-
deme prˇes Grid.Column. Mu˚že se stát, že budeme potrˇebovat prvek roztáhnout prˇes více
sloupcu˚, to se provádí pomocí Grid.ColumnSpan. Obdobneˇ se také deklarují rˇádky.
Jestliže máme jednotlivé prvky rozdeˇleny do rˇádku˚ a sloupcu˚, mu˚že je ješteˇ následneˇ
uvnitrˇ zarovnat doleva, doprava nebo na strˇed. Toto se provádí prˇes horizontální a verti-
kální umist’ování pomocí HorizontalAlignment a VerticalAlignment.
<TextBlock Grid.Column="0" Grid.Row="0" HorizontalAlignment="Left" Text="What is your name?"
VerticalAlignment="Top"/>
<TextBox x:Name="TxtBoxIn" Grid.Column="0" Grid.Row="1" Height="72" Text=""/>
<Button x:Name="BtnHello" Grid.Column="1" Grid.Row="1" Content="Say hello"
HorizontalAlignment="Left" Click="BtnHello_Click" />
<TextBlock x:Name="TxtBlockOut" Grid.Column="0" Grid.Row="2" Grid.ColumnSpan="2" Text="
TextBlock" HorizontalAlignment="Center"/>
Výpis 2: Implementace prvku˚ z Toolbox nabídky
2.6.4 Aplikacˇní logika
Nyní, když máme v uživatelském rozhraní vše, jak potrˇebujeme, zbývá nám jeden z
posledních kroku˚ pro dokoncˇení naší aplikace. A tím je implementace funkcˇního kódu,
který má na starosti veškerou funkcionalitu aplikace. V našem prˇípadeˇ potrˇebujeme, aby
se prˇi stisknutí tlacˇítka vypsala hláška „Hello Word". Toto je zpu˚sobeno vyvolání udá-
losti, která zaprˇícˇiní vypsání hlášky. Tuto událost je nejprve potrˇeba zaregistrovat, aby se
vyvolala prˇi stisknutí tlacˇítka. Existují dveˇ možnosti jak toto uskutecˇnit. Jednou z nich je
napsat zaregistrování rucˇneˇ nebo necháme Visual Studio udeˇlat vše za nás. Stacˇí pouze
poklepat na tlacˇítko v Designeru (aktuální vzhled aplikace) a vývojové prostrˇedí auto-
maticky zaregistruje novou událost Click a následneˇ nás prˇesmeˇruje do aplikacˇní logiky
MainPage.cs, kde vytvorˇí metodu NázevTlacˇítka_Click. V této metodeˇ naimplementu-
jeme zobrazení pozdravu pro jméno, které zadáme.
// metoda volana pri stisku tlacitka
private void BtnHello_Click(object sender, RoutedEventArgs e)
{
TxtBlockOut.Text = "Hello " + TxtBoxIn.Text;
}
Výpis 3: Implementace události stisknutí tlacˇítka
2.6.5 Testování aplikace
Posledním krokem vývoje aplikací je testování a ladeˇní aplikace. Samozrˇejmeˇ, že v praxi
se setkáme spíše s pru˚beˇžným testováním po libovolneˇ dlouhých cˇástech implementace,
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avšak naše aplikace je natolik jednoduchá, že si mu˚žeme dovolit naimplementovat kód a
až poté testovat. Vývojové prostrˇedí nám nabízí dveˇ možnosti, jak aplikaci testovat, a to
pomocí emulátoru anebo prˇímo na fyzickém zarˇízení.
2.6.5.1 Windows Phone Emulator První zpu˚sob pro testování, se nabízí pomocí Win-
dows Phone Emulátoru, který je soucˇástí instalacˇního balíku SDK. Díky tomuto emulá-
toru mu˚žete zacˇít s testováním aplikací, aniž byste vlastnili fyzické zarˇízení s Windows
Phone. Samotný Emulátor prˇedstavuje reálný operacˇní systém beˇžící v aplikaci, vypa-
dající jako mobilní telefon a umožnˇuje reálné testování aplikace s výjimkou používání
neˇkterých funkcí, naprˇ. zamykání obrazovky.
Jestliže chceme takto spustit testování aplikace, je nutné nastavit ve Visual Studiu v
horní nástrojové lišteˇ, jako cílovou platformu Windows Phone Emulator a rovneˇž také
zvolit režim Debug pro efektivneˇjší ladeˇní aplikace. Jakmile spustíme aplikaci, zapne se
emulátor a aplikace se do neˇj nainstaluje. V tuto chvíli je vytvorˇeno prˇímé spojení mezi
vývojovým prostrˇedím a aplikací. Jestliže ukoncˇíme aplikaci at’ už prˇes Visual Studio
nebo vývojové prostrˇedí, aplikace zu˚stává porˇád nainstalovaná v emulátoru až do jeho
ukoncˇení.
2.6.5.2 Testování na mobilním zarˇízení Druhý zpu˚sob je využití samotného fyzic-
kého zarˇízení, jelikož né vždy je emulátor dostacˇujícím a kvalitním nástrojem pro testo-
vání aplikací. Naprˇíklad z du˚vodu˚ využívání neˇkterých speciálních funkcí a vlastností
aplikací, jako jsou trˇeba aplikace využívající agenty pro beˇh na pozadí nebo funkce spo-
jené s fyzickým pohybem telefonu apod. Dalším du˚vodem pro testování na fyzickém
zarˇízení je oveˇrˇení skutecˇného výkonu a plynulosti beˇhu aplikace, který mu˚že být na
emulátoru výrazneˇ zkreslený.
Prˇed samotným spušteˇním testování na fyzickém zarˇízení je však du˚ležité toto za-
rˇízení registrovat a odemknout pro vývojové úcˇely. Tato registrace je vždy svázána k
vývojárˇskému úcˇtu a každé zarˇízení mu˚že být registrováno pouze jednou. Každý úcˇet
má také omezený pocˇet registrovaných telefonu˚, ale v prˇípadeˇ potrˇeby lze samozrˇejmeˇ
zarˇízení odregistrovat a znovu zaregistrovat k jinému vývojárˇskému úcˇtu.
Registrace fyzického zarˇízení se provádí pomocí aplikace Windows Phone Developer
Registration, která je soucˇástí instalacˇního balíku SDK. Po spušteˇní této aplikace, kterou
najdeme v hlavní systémové nabídce Start, prˇipojíme telefon pomocí USB kabelu k PC
a ujistíme se, že je obrazovka odemcˇena. Pokud máme vše v porˇádku, následným po-
tvrzením tlacˇítka Register, se zobrazí nabídka pro prˇihlášení k vývojárˇskému úcˇtu. Po
vyplneˇní prˇihlašovacích údaju˚ se automaticky provede odemcˇení a telefon je prˇipravený
pro testování. Pro odregistrování telefonu je postup identický, kdy aplikace sama rozpo-
zná, zda je zarˇízení již registrované a nabídne jeho odregistrování.
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Obrázek 6: Windows Phone Developer Registration - registrování telefonu
Pro spušteˇní a ladeˇní aplikace je princip zcela shodný s používáním emulátoru, s tím
rozdílem, že jako cílovou platformu pro spušteˇní aplikace zvolíme Device. Podobneˇ také
jako prˇi procesu registrace zarˇízení, je nutné mít zarˇízení prˇipojené pomocí USB kabelu
k PC a odemknutou obrazovku. Pokud toto není splneˇno, kompilace bude ukoncˇena a
zobrazí se chybová hláška. Po ukoncˇení testování nebo odpojení zarˇízení od pocˇítacˇe,
aplikace zu˚stává nainstalována v zarˇízení a je znovu spustitelná.[8]
2.7 Univerzalní aplikace
Doposud spocˇíval vývoj pro obeˇ platformy Windows (Windows Phone a Windows) ve
vytvorˇení oddeˇlených projektu˚ pro každou aplikaci. S prˇíchodem aktualizace Windows
8.1 a Windows Phone 8.1 prˇibyla pro vývojárˇe nová možnost vytvárˇet univerzální apli-
kace v rámci jednoho projektu. V du˚sledku stejné beˇhové vrstvy u mobilního i pocˇítacˇo-
vého operacˇního systému je možné, aby aplikace prˇi vývoji sdílely až 90 % zdrojového
kódu. Nesdílejí se pouze kódy pro uživatelské rozhraní, z du˚vodu˚ ru˚zných rozlišení u
zarˇízení, které je u Windows Phone 8.1 menší a zpu˚sob ovládání je na výšku, zatímco
Windows 8.1 má základní režim na šírˇku.
Prˇed vývojem univerzálních aplikací je nutné kromeˇ Windows 8.1 také aktualizovat
vývojové prostrˇedí Visual Studio 2013 Update 2, které obsahuje potrˇebné knihovny pro
vývoj.
Zpu˚sob vývoje aplikace spocˇívá ve sdílení zdrojových kódu˚. Pokud nastane situace,
že by se meˇla neˇjaká cˇást aplikace chovat odlišneˇ od jiné platformy, stacˇí pouze tuto cˇást
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kódu vložit do patrˇicˇného projektu pro danou platformu nebo ve sdíleném kódu za po-
mocí podmíneˇného prˇekladu kód rozdeˇlit.
Proto prˇi vytvorˇení univerzální aplikace, dostaneme složku rˇešení se trˇemi projekty.
Jedním z projektu˚ je Windows Phone 8.1 a Windows 8.1, každý pro jednotlivou plat-
formu, obsahující zejména kód pro uživatelské rozhraní. Trˇetím projektem je Shared pro-
jekt, který obsahuje spolecˇný kód pro mobilní operacˇní systém Windows Phone 8.1 a
pocˇítacˇový operacˇní systém Windows 8.1, který je automaticky sdílený pro obeˇ aplikace.
Pro umísteˇní aplikací mezi beˇžné uživatele na Store, Visual Studio generuje univer-
zální aplikaci jako dveˇ aplikace, jednu pro Windows Phone Store a druhou pro Windows
Store. Prˇi zakoupení aplikace v jednom z obchodu˚ je možné, aby si uživatel stáhnul apli-
kaci i pro druhou platformu zcela zdarma.[10]
Obrázek 7: Diagram univerzální aplikace
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3 Analýza aplikace
3.1 Specifikace cíle
Jako ukázkovou aplikaci k této práci, jsem vytvorˇit aplikaci pro mobilní zarˇízení s ope-
racˇním systémem Windows Phone 8. Jedná se o aplikaci, která se bude na základeˇ spe-
cifického požadavku dotazovat na webové API spolecˇnosti Netatmo a následneˇ získá a
zobrazí její upravenou odpoveˇd’.
3.2 Popis aplikace a její požadavky
Aplikaci, kterou jsem nazval WeatherStation, slouží jako prostrˇedník mezi uživatelem
a jeho domácí meteorologickou stanicí distribuovanou spolecˇností Netatmo. Aplikace
zobrazuje reálné meteorologické prvky na základeˇ trˇí modulu˚, vnitrˇního, venkovního a
dešt’ového, podle kterých nejprve snímá data a následneˇ je odesílá webovému API. Prak-
tickým rozšírˇením aplikace je živá dlaždice, na které se bude automaticky aktualizovat
teplota a vlhkost ovzduší doma i venku. Aplikace pro správné fungování vyžaduje da-
tové prˇipojení a prˇístup k datu˚m Netatmo poskytovatele pomocí uživatelského jména a
hesla.
3.2.1 Funkcˇní požadavky
• Zobrazování hodnot meteorologických prvku˚
Na základeˇ obdržených dat z webového API, bude aplikace schopna zobrazovat
podle následujících typu˚ modulu˚ tyto prvky:
– Vnitrˇní modul: teplota, vlhkost, Co2, tlak
– Venkovní modul: teplota, vlhkost
– Dešt’ový modul: srážky
• Zobrazování historie hodnot
Bude možné nahlédnout do historie kvality vzduchu za posledních 7 dní nebo spe-
cifickým výbeˇrem daného dne. Hodnoty budou zobrazeny na grafu v intervalu 3
hodin u výbeˇru daného dne a v intervalu 24 hodin u zobrazení historie za posled-
ních 7 dní.
• Autentizace uživatele
Aplikace musí být schopna zapamatovat si prˇihlašovací údaje, z du˚vodu urychlení
prˇíštího prˇihlášení.
• Informace o kvaliteˇ vzduchu
Zobrazit bude také možné nápoveˇdu o jednotlivých meteorologických jevech. Ná-
poveˇda bude obsahovat tyto informace, naprˇ. meˇrˇení Co2, v jakých hodnotách jsou
prvky meˇrˇeny nebo také význam jednotlivých barev Co2.
20
• Prˇedpoveˇd’ pocˇasí
Jeden z nejdu˚ležiteˇjších požadavku˚ je zobrazení prˇedpoveˇdi pocˇasí na peˇt dní do-
prˇedu. Zobrazeny budou hodnoty denní a nocˇní teploty, rychlost veˇtru, spadlé
srážky za celý den, vlhkost a tlak vzduchu.
• Živá dlaždice
Soucˇástí aplikace bude také živá dlaždice, která bude zobrazovat strˇední velikost
dlaždice s vnitrˇní teplotou na prˇední straneˇ dlaždice a venkovní teplotu na zadní
straneˇ, strˇídající se po 10 sekundách. Velké rozlišení dlaždice bude zobrazovat na
prˇední straneˇ vnitrˇní teplotu s vlhkostí a tlakem. Na zadní straneˇ bude pak ven-
kovní teplota s vlhkostí a srážkami dešteˇ. Tyto data budou aktualizována každých
30 minut.
3.2.2 Nefunkcˇní požadavky
• Operacˇní systém
Aplikace bude implementována pro mobilní operacˇní systém Windows Phone 8.
• Zdroj dat
Zdrojem dat pro zjišt’ování kvality ovzduší se využije webové API spolecˇnosti Ne-
tatmo.
• Zpu˚sob komunikace
Komunikace s webovým API bude probíhat za pomocí http požadavku POST, který
obsahuje možnost pro odesílání specifických dat, du˚ležité ke zjišteˇní daných po-
trˇebných meteorologických prvku˚.
• Typ prˇenášených dat
Zpracování odpoveˇdi odesílaného požadavku se bude provádeˇt pomocí formátu
pro výmeˇnu dat JSON.
• Vzhled aplikace
Uživatelské rozhraní pro aplikaci bude jednoduché a prˇehledné na ovládání. Z du˚-
vodu rychlého zacˇleneˇní nových uživatelu˚ do rozmísteˇní jednotlivých komponent
pro dané meteorologické prvky.
• Více jazycˇnost
Pro nasazení aplikace na celosveˇtovou úrovenˇ je nutné podpora více jazyku˚. De-
faultní nastavení na anglický jazyk a jako možnost druhého výbeˇru bude cˇeština.
3.3 Použité technologie
3.3.1 C#
Jazyk C# je to vysokoúrovnˇový objektoveˇ orientovaný programovací jazyk vyvinutý spo-
lecˇnosti Microsoft beˇžící na .NET frameworku. Byl založen na syntaxích jazyku˚ C, C++
a Java. Jazyk lze využívat hlavneˇ k tvorbeˇ databázových programu˚, webových aplikací
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a služeb, formulárˇových aplikací ve Windows nebo pro vývoj mobilního softwaru (Win-
dows Phone).[11]
3.3.2 XAML
Jak již bylo zmíneˇno v drˇíveˇjší kapitole, znacˇkovací jazyk XAML zjednodušuje vytvárˇení
uživatelského rozhraní pro .NET framework. Byl vytvorˇen spolecˇností Microsoft zejména
pro technologie WPF, Windows 8 a Windows Phone 8. Pro práci se XAML designem lze
použít naprˇ. software Blend for Visual Studio, který je obsažen v instalacˇním balíku Vi-
sual Studia. Poprˇípadeˇ lze kód upravovat poznámkovém bloku nebo také ve speciálních
XAML editorech. Jazyk XAML se používá s kombinací C# nebo VB.NET jazyku˚. Pomocí
C# nebo VB.NET jazyku˚, lze také vytvorˇit všechny prvky, které jsou vytvorˇené pomocí
XAMLu.[12]
3.3.3 Požadavek pro získání dat
Jedná se o dotazovací POST metodu HTTP protokolu, pomocí ní se umožnˇují prˇedat
webovému serveru metapromeˇnné, které slouží pro bližší specifikaci požadavku. Tento
požadavek je pak na straneˇ webového serveru prˇevzat a prˇedán neˇjakému softwaru,
který ho zpracuje a odešle zpeˇt odpoveˇd’. Tato odpoveˇd’ je nejcˇasteˇji odesílána pomocí
znacˇkovacích jazyku˚ XML nebo JSONu.[13]
3.3.4 Formát pro prˇenos dat
Pro prˇenos dat z API do aplikace bude použita technologie JSON. Je to zpu˚sob prˇenosu
dat nezávislý na pocˇítacˇové platformeˇ, který je snadno cˇitelný i zapisovatelný. JSON je
zcela nezávislým formátem dat. Výstupem je vždy rˇeteˇzec obsahující libovolnou datovou
strukturu, jako je rˇeteˇzec, cˇíslo, boolean nebo objekt.[14]
3.3.5 Datové úložišteˇ IsolatedStorage
IsolatedStorage je mechanismus, který umožnˇuje bezpecˇné ukládání a nacˇítání dat. Slouží
jako virtuální souborový systém s prˇirˇazenou velikosti pameˇti 1 MB, kterou lze rozšírˇit.
Úložišteˇ je navrženo tak, aby se zabránilo prˇípadnému poškození dat a zárovenˇ poskyto-
valo standardní ukládání a nacˇítání dat, které nejsou prˇístupné pro jiné aplikace, složky
nebo beˇžné uživatele. Tudíž se jedná o prostor, který je prˇístupný pouze pro danou apli-
kaci. Až po odinstalování aplikace je tento prostor zrušen. Soucˇástí IsolatedStorage je také
trˇída IsolatedStorageSettings, která slouží pro ukládání dat ve formátu klícˇ - hodnota.[15]
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4 Implementace aplikace
Beˇhem vytvárˇení aplikace se postupneˇ vyskytovali neˇkteré implementacˇní problémy jak
dále postupovat prˇi vývoji. Mezi tyto problémy patrˇí zejména odesílání a zpracování od-
poveˇdi na webové API, ukládání dat do pameˇti pomocí IsolatedStorage nebo také zob-
razování dat v grafu. Rˇešení teˇchto speciálních problému budou popsány a zobrazeny
pomocí zdrojových kódu˚ v následujících cˇástech kapitoly.
4.1 Práce s API Netatmo
Prˇi vývoji aplikace bylo jedním z nejdu˚ležiteˇjších aspektu˚, komunikace aplikace s webo-
vým rozhraním API. V našem prˇípadeˇ potrˇebujeme odesílat požadavek s metapromeˇn-
nými na rozhraní spolecˇnosti Netatmo, v tomto prˇípadeˇ nám nejlépe poslouží http poža-
davek POST.
Na základeˇ oficiální dokumentace spolecˇnosti Netatmo jsem si vytvorˇil metody im-
plementující požadavek se specifickým teˇlem. Cílem každého POST požadavku je zís-
kat patrˇicˇné data, získané z odpoveˇdi na základeˇ tohoto požadavku odesílajícího se na
webový server.
Pro znázorneˇní, jak jsem implementoval požadavky, si popíšeme jednu z metod vy-
užívající http požadavek. Nejprve si pomocí trˇídy HttpWebRequest vytvorˇíme novou
instanci požadavku, kterému pomocí metapromeˇnných prˇirˇadíme url adresu, typ pož-
davku a nastavíme typ obsahu pro publikování. Následneˇ vytvorˇíme rˇeteˇzec pomocí
trˇídy StringBuilder a prˇidáme specifické data pro filtrování v API. Tento rˇeteˇzec prˇi-
dáme k instanci požadavku a celý jej odešleme pomocí vytvorˇeného spojení Streamu na
webové API. Poslední cˇástí metody je prˇecˇtení odpoveˇdi na požadavek, který dostaneme
po vytvorˇení instance HttpWebResponse, tato instance ocˇekává odpoveˇd’ od serveru a
spolu s instanci StreamReader ji prˇecˇte a vrátí jako rˇeteˇzec znaku˚.
Du˚ležitou soucˇástí teˇchto metod implementující požadavky je, implementovat me-
todu jako asychronní. Pouhým prˇidáním slova async za modifikátor prˇístupu se stává
metoda asynchronní. Smyslem tohoto programování je zabránit zpomalení nebo dokonce
prˇerušení odezvy mezi komunikací aplikace a serveru. Je to z toho du˚vodu, aby se apli-
kace nejevila vu˚cˇi uživateli jako necˇinná. Jinými slovy, zatímco aplikace posílá a zpraco-
vává informace ze serveru, aplikace dále beˇží a reaguje na zmeˇny vyvolané v uživatel-
ském rozhraní.
public async Task<string> GetMeassure(string accessToken, string device_id)
{
string url = "http :// api.netatmo.net/api/getmeasure?access_token=" + accessToken + "&
device_id=" + device_id;
HttpWebRequest request = (HttpWebRequest)WebRequest.Create(new Uri(url));
request.Method = "POST";
request.ContentType = "application/x−www−form−urlencoded";
StringBuilder paramz = new StringBuilder();
paramz.Append("&type=Temperature,Humidity,Pressure,Noise,Co2,min_temp,max_temp&limit
=1&date_end=last&scale=30min");
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byte[] formData = UTF8Encoding.UTF8.GetBytes(paramz.ToString());
request.ContentLength = formData.Length;
using (var stream = await Task.Factory.FromAsync<Stream>(request.BeginGetRequestStream,
request.EndGetRequestStream, null))
{
stream.Write(formData, 0, formData.Length);
}
string result = null ;
using (var response = (HttpWebResponse)(await Task<WebResponse>.Factory.FromAsync(
request.BeginGetResponse, request.EndGetResponse, null)))
{
StreamReader reader = new StreamReader(response.GetResponseStream());
result = reader.ReadToEnd();
}
return result ;
}
Výpis 4: Implementace asynchronní metody s požadavkem POST
4.2 Zpracování odpoveˇdi pomocí JSON
Pro zpracování odpoveˇdi odeslané z API je nutné použít deserializaci. Deserializace je
proces, kdy prˇevádíme z urcˇeného formátu pro prˇenos dat (v našem prˇípadeˇ formát
JSON) do datových struktur a objektu˚.[16]Pro deserializace rˇeteˇzce JSON slouží trˇída
JsonConvert, která je využita s patrˇicˇnou trˇídou obsahující množství verˇejných promeˇn-
ných, prˇedstavující objekty v prˇijatém JSON rˇeteˇzci.
var response = await methods.GetToken(username,password);
var getToken = JsonConvert.DeserializeObject<GetTokenJson>(response);
GS.PAccessToken = getToken.AccessToken;
Výpis 5: Volání a deserializování požadavku
V kódu mu˚žeme nejprve videˇt volání asynchronní metody GetToken, která nám vrací
odpoveˇd’ serveru na požadavek v rˇeteˇzci zakódovaném pomocí JSONu. Proto na druhém
rˇádku pomocí funkce DeserializeObject a trˇídy GetTokenJson, který obsahuje již zminˇo-
vané verˇejné promeˇnné, deserializujeme neboli rozdeˇlíme do promeˇnných podle obsahu
JSON rˇeteˇzce.
Odpoveˇd’ na požadavek od webového API ve formátu Json, mu˚že vypadat násle-
dovneˇ:
{ "menu": {
" id" : " file " ,
"value": " File " ,
"popup": {
"menuitem": [
{ "value": "New", "onclick" : "CreateNewDoc()"},
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{ "value": "Open", "onclick" : "OpenDoc()"},
{ "value": "Close", "onclick" : "CloseDoc()"}]
}}}
Výpis 6: Json rˇeteˇzec
4.3 Live Tile
Soucˇástí aplikace bylo umožnit rychlý a jednoduchý prˇehled dat, kdy uživatel nechce
spoušteˇt a cˇekat než se aplikace nacˇte a zobrazí všechna data. Pro tento problém nám
proto poslouží tzv. Živá Dlaždice, která je prˇipevneˇná na hlavní obrazovce mobilního
zarˇízení.
Aplikace má možnost zobrazit data na dveˇ velikosti dlaždice. Strˇední velikost dlaž-
dice umožnˇuje na prˇední straneˇ zobrazit vnitrˇní teplotu a na zadní straneˇ venkovní tep-
lotu. Obeˇ tyto strany také zobrazují cˇas poslední aktualizace dat a název aplikace. Nej-
veˇtší rozlišení dlaždice taktéž rozdeˇluje dlaždici na dveˇ strany. Na prˇední straneˇ zobra-
zuje vnitrˇní hodnoty teploty, vlhkosti a tlaku a na zadní straneˇ jsou zobrazeny venkovní
hodnoty teploty, vlhkosti a srážek.
Z du˚vodu vlastního rozdeˇlení komponent na dlaždicích, nebylo možné použít prˇed-
prˇipravené šablony dlaždic. Proto bylo nutné vytvorˇit pro každou stranu dlaždice samo-
statný xaml soubor se specifickým rozdeˇlením komponent.
var outdoor = new Outdoor();
outdoor.Measure(new Size(150, 150));
outdoor.Arrange(new Rect(0, 0, 150, 150));
var bmp = new WriteableBitmap(150, 150);
bmp.Render(outdoor, null);
bmp.Invalidate() ;
using (IsolatedStorageFileStream isolatedStorageFileStream = IsolatedStorageFile.
GetUserStoreForApplication().CreateFile("/Shared/ShellContent/outdoor.jpg"))
{
bmp.SaveJpeg(isolatedStorageFileStream, 150, 150, 0, 100);
}
Výpis 7: Vytvorˇení obrázku jako pozadí dlaždice
Tento každý soubor pak bylo nutné prˇevést na obrázek odpovídající velikosti dlaždice
a uložit ho do prostoru pro aplikace v pameˇti zarˇízení. Odkud si potom beˇžící agent pro
obsluhu dlaždic automaticky nahrává obrázky a dosazuje je jako pozadí dlaždic.
const string imageOutdoorStandart = "isostore:/Shared/ShellContent/outdoor.jpg";
const string imageOutdoorWide = "isostore:/Shared/ShellContent/outdoorWide.jpg";
const string imageIndoorStandart = "isostore:/Shared/ShellContent/indoor.jpg";
const string imageIndoorWide = "isostore:/Shared/ShellContent/indoorWide.jpg";
FlipTileData flipTileData = new FlipTileData()
{
BackgroundImage = new Uri(imageOutdoorStandart, UriKind.Absolute),
25
BackBackgroundImage = new Uri(imageIndoorStandart, UriKind.Absolute),
WideBackgroundImage = new Uri(imageOutdoorWide, UriKind.Absolute),
WideBackBackgroundImage = new Uri(imageIndoorWide, UriKind.Absolute),
};
Výpis 8: Nastavení pozadí dlaždicím
4.4 Autentizace pomocí IsolatedStorage
Prˇi tvorbeˇ aplikace bylo nutné neˇkteré data trvale zapisovat do pameˇti zarˇízení pro poz-
deˇjší využití. Prˇedevším bylo du˚ležité, aby aplikace umožnˇovala automatické prˇihlášení.
Jestliže se uživatel pomocí prˇihlašovacích údaju˚ prˇihlásil do systému, aplikace musela
být schopna toto prˇihlášení si zapamatovat. Tento problém byl vyrˇešen použitím základ-
ního úložišteˇ IsolatedStorage.
V prˇípadeˇ, že uživatel spouští aplikaci poprvé nebo se prˇi posledním spušteˇní apli-
kace odhlásil. V pameˇti aplikace nebudou zaznamenány prˇihlašovací údaje a uživatel se
tak musí prˇihlásit rucˇneˇ. Naopak jestliže uživatel nebyl prˇi poslední návšteˇveˇ aplikace
odhlášen nebo aplikaci spouští již po neˇkolikáté. Systém automaticky na základeˇ dat z
IsolatedStorage doplní prˇihlašovací údaje a automaticky uživatele prˇihlásí.
private void SaveLogin(string user, string pass)
{
IsolatedStorageSettings appLogin = IsolatedStorageSettings.ApplicationSettings;
if (appLogin.Contains("username") && appLogin.Contains("password"))
{
appLogin.Remove("username");
appLogin.Remove("password");
appLogin.Add("username", user);
appLogin.Add("password", pass);
}
else
{
appLogin.Add("username", user);
appLogin.Add("password", pass);
}
}
Výpis 9: Uložení prˇihlašovacích údaju˚ do IsolateStorage
private void CallLogin()
{
if (appLogin.Contains("username") && appLogin.Contains("password"))
{
TxtEmail.Text = appLogin["username"].ToString();
TxtPassword.Password = appLogin["password"].ToString();
Login() ; // automaticke prihlaseni
}
}
Výpis 10: Nacˇítaní prˇihlašovacích údaju z IsolateStorage
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4.5 Hlavní menu
Du˚ležitým bodem pro implementaci uživatelského rozhraní hlavních obrazovek aplikace
bylo, aby ovládání aplikace bylo jednoduché a prˇehledné pro uživatele. Proto jsem prˇi
vývoji zvolil projekt založený na Pivot šabloneˇ, který má implementovány trˇi hlavní
stránky, mezi kterými se mu˚žeme odkazovat pomocí horizontálního posunování. Sou-
cˇástí každé pivot stránky jsou také trˇi ikony vložené do horizontálního ListBoxu, prˇicˇemž
každá z ikon je referencí na jednu z hlavních stránek aplikace. Mezi spolecˇné prvky strá-
nek, také patrˇí TextBoxy pro: cˇas poslední aktualizace, název meˇsta, ze kterého probíhá
cˇtení dat a aktuální datum. Ve spodní cˇásti je implementován ApplicationBar, který se po
rozkliknutí, zobrazí v plné velikosti. Zde je definována ikona pro okamžitou aktualizaci
dat a ikona pro zobrazení nápoveˇdy, dále jsou zde také naprogramovány odkazy pro od-
hlášení nebo zobrazení informací o aplikaci. Mezi trˇi hlavní stránky implementovány v
Pivot šabloneˇ patrˇí:
• Pivot Indoor je první stránkou v pivotu, která definuje rozmísteˇní jednotlivých
prvku˚ pro zobrazení dat z vnitrˇního modulu.
• Pivot IndoorAndOutdoor je druhá stránka pivotu rozdeˇlená na poloviny pro ven-
kovní a vnitrˇní.
• Pivot Outdoor, poslední stránka, která má za úkol zobrazit data z venkovního sen-
zoru a prˇedpoveˇd’ pocˇasí.
<ListBox x:Name="image" HorizontalAlignment="Center" Grid.Row="0" Margin="0 5 0 5"
SelectedIndex="{Binding SelectedIndex, ElementName=ContentPivot, Mode=TwoWay}">
<ListBox.ItemsPanel>
<ItemsPanelTemplate>
<VirtualizingStackPanel Orientation="Horizontal"/>
</ItemsPanelTemplate>
</ListBox.ItemsPanel>
<ListBoxItem HorizontalAlignment="Left" Margin="0,0,50,0" x:Name="listIn">
<Image Source="Assets/PivotImage/Indoor.png" Height="60" x:Name="imgIn" />
</ListBoxItem>
<ListBoxItem HorizontalAlignment="Center" x:Name="listInOut">
<Image Source="Assets/PivotImage/InOut.png" Height="60" x:Name="imgInOut"/>
</ListBoxItem>
<ListBoxItem HorizontalAlignment="Right" Margin="50,0,0,0" x:Name="listOut">
<Image Source="Assets/PivotImage/Outdoor.png" Height="60" x:Name="imgOut"/>
</ListBoxItem>
</ListBox>
Výpis 11: Uživatelské rozhraní definující ikony obrazovek
Veškeré prvky zobrazující se na všech obrazovkách jsou definovány pomocí rozmís-
teˇní Grid, které jsou implementovány ve strukturách s potrˇebným pocˇtem sloupcu˚ a
rˇádku˚. Jednotlivým prvku˚m je následneˇ definován rˇádek a sloupec, kde se mají zobra-
zovat. Použité prvky na teˇchto stránkách jsou zejména TextBlock, Image a Button.
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Mimo hlavních stran pro zobrazování dat je v Pivotu implementována také nápoveˇda
pro jednotlivé rozmísteˇní každého prvku. Za pomocí trˇí Gridu˚ je vytvorˇeno pozadí s roz-
místeˇnými TextBlocky prˇesneˇ podle pivot stránky. Každá pivot stránka má svu˚j vlastní
Grid s nápoveˇdou, kterému je defaultneˇ nastavená neviditelnost. Pouze v prˇípadeˇ zob-
razení nápoveˇdy, která se nachází v ApplicationBaru, se podle aktuální stránky, na které
se uživatel nachází, zobrazí patrˇicˇná nápoveˇda.
Soucˇástí souboru s uživatelským rozhraním je soubor s aplikacˇní logikou. V tomto
souboru je implementována veškerá logika, která vzniká vyvolanou události v uživa-
telském rozhraní. Obsahuje prˇedevším kód pro nacˇtení všech dat do jednotlivých Text-
Blocku˚. Mezi ostatní implementaci kódu v tomto souboru patrˇí následující definované
události :
• Reakce na kliknutí na prvek pro zobrazení jeho historie.
• Zobrazovaní ikony podle aktuální pivot stránky.
• Aktualizovaní všech dat zobrazující se na jednotlivých prvcích.
• Odhlášení z aplikace
• Nacˇtení stránky O aplikaci
• Zobrazení informací o jednotlivých meteorologických prvcích
private void ContentPivot_Changed(object sender, SelectionChangedEventArgs e){
switch (((Pivot)sender).SelectedIndex){
case 0:
imgIn.Source = new BitmapImage(new Uri("Assets/PivotImage/IndoorA.png", UriKind.
RelativeOrAbsolute));
imgInOut.Source = new BitmapImage(new Uri("Assets/PivotImage/InOut.png", UriKind.
RelativeOrAbsolute));
imgOut.Source = new BitmapImage(new Uri("Assets/PivotImage/Outdoor.png", UriKind.
RelativeOrAbsolute));
break;
case 1:
imgIn.Source = new BitmapImage(new Uri("Assets/PivotImage/Indoor.png", UriKind.
RelativeOrAbsolute));
imgInOut.Source = new BitmapImage(new Uri("Assets/PivotImage/InOutA.png",
UriKind.RelativeOrAbsolute));
imgOut.Source = new BitmapImage(new Uri("Assets/PivotImage/Outdoor.png", UriKind.
RelativeOrAbsolute));
break;
case 2:
imgIn.Source = new BitmapImage(new Uri("Assets/PivotImage/Indoor.png", UriKind.
RelativeOrAbsolute));
imgInOut.Source = new BitmapImage(new Uri("Assets/PivotImage/InOut.png", UriKind.
RelativeOrAbsolute));
imgOut.Source = new BitmapImage(new Uri("Assets/PivotImage/OutdoorA.png", UriKind.
RelativeOrAbsolute));
break;}}
Výpis 12: Událost zmeˇny ikon reprezentující hlavní obrazovky aplikace
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4.6 Popis funkcí
Nyní si popíšeme samotnou mobilní aplikaci a její funkcionalitu. Po spušteˇní aplikace se
nejprve zobrazí prˇihlašovací obrazovka, na které je du˚ležité vyplnit uživatelské jméno
a heslo. Jestliže je zarˇízení prˇipojené k internetu a uživatel je úspeˇšneˇ prˇihlášen, bude
prˇesmeˇrován na úvodní stranu. Na této stránce se nachází strucˇné informace o meteo-
rologických prvcích jako je teplota nebo vlhkost venku i doma. Soucˇástí této stránky je
také ikona pocˇasí, reprezentující pocˇasí daného dne a ikona, meˇnící barvy na základeˇ
Co2 uvnitrˇ bytu. Dále obsahuje také vnitrˇní tlak vzduchu a srážky za celý den. Posu-
nutím prstu po obrazovce smeˇrem doleva, se dostáváme na obrazovku, která je veˇno-
vána venkovnímu meteorologickému senzoru. Oproti hlavní stránce nám tady prˇibyla
minimální a maximální teplota vzduchu, déšt’ meˇrˇený za poslední hodinu a také jedna
z nejzajímaveˇjších funkcí. A to možnost nahlédnout na prˇedpoveˇd’ pocˇasí až peˇt dní do-
prˇedu. Funkce zobrazuje denní a nocˇní teplotu, rychlost veˇtru, srážky dešteˇ, vlhkost a
tlak vzduchu. Jestliže na hlavní stránce posuneme prst po obrazovce opacˇným smeˇrem
a to doprava, dostáváme se na stránku, která nám zobrazuje veškeré prvky nameˇrˇené na
vnitrˇním senzoru. Mimo minimální a maximální teplotu vzduchu mu˚žeme videˇt aktuální
hodnoty vlhkosti, tlaku a co2. Pod teˇmito hodnotami také nalezneme historii hodnot, kte-
rými jsou hodnota prˇed jednou hodinou, prˇed šesti hodinami a vcˇera. Mimo jiné, každá
z teˇchto trˇí obrazovek zobrazuje v horní cˇásti aplikace cˇas poslední aktualizace, aktu-
ální den, název meˇsta, ve kterém je meˇrˇeno a neposlední rˇadeˇ také trˇi ikony zastupující
jednotlivé specifické obrazovky.
Obrázek 8: Hlavní obrazovky aplikace
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Velmi zájímavá funkce aplikace je zobrazení historie. Kliknutím na jakýkoliv meteo-
rologický prvek prˇejdete na obrazovku zobrazující data na grafu za posledních sedm dní.
Na této stránce v pravém horním rohu mu˚žeme prˇejít také na zadávání dne, ve kterém
chceme zjistit údaje meˇrˇené každé trˇi hodiny.
Obrázek 9: Graf historie hodnot aplikace
Pokud nastane situace, že nebudete rozumeˇt neˇjakému meteorologickému prvku, ne-
musíte zoufat. Prˇi rozkliknutí aplikacˇního baru mu˚žeme kliknutím na ikonu s nápoveˇ-
dou prˇejít na aplikacˇní nápoveˇdu, které nám rˇekne informace o jednotlivých prvcích.
Vedle tlacˇítka nápoveˇda se nachází taktéž du˚ležitá funkce, a to funkce pro aktualizování
všech meteorologických prvku˚. Pod tlacˇítky aplikacˇního baru se nachází dva odkazy.
První sloužící pro odhlášení z aplikace, tudíž prˇi dalším prˇihlášení bude nutné znovu
zadávat prˇihlašovací údaje. Druhý odkaz slouží pro prˇechod na stránku, která obsahuje
informace o aplikaci.
Jako poslední funkcí a to velmi zajímavou je živá dlaždice. Jestliže ješteˇ nemáme prˇi-
pnutou aplikaci na úvodní stránce operacˇního systému, prˇejdeme na seznam nainsta-
lovaných aplikací v zarˇízení a podržíme stisk na aplikaci, zobrazí se nám nabídka, co
chceme s aplikací provést. Vybereme hned první volbu, kterou je možnost prˇipnout na
úvodní obrazovku. Tím se nám naskytla prˇíležitost, podle patrˇicˇné velikosti dlaždice,
zjistit hodnoty aniž bychom museli zapínat aplikaci.
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Obrázek 10: Nápoveˇda aplikace a živá dlaždice
31
5 Distribuce
5.1 Publikování aplikace na Windows Store
Jestliže jsme s vývojem aplikace skoncˇili a chceme ji publikovat pro beˇžné uživatele, mu-
síme podstoupit neˇkolik podstatných kroku˚. Nejprve si ve Visual Studiu v našem pro-
jektu otevrˇeme soubor WMAppManifest.xml, který se nachází v Solution Exploreru ve
složce Properties. V tomto souboru se nachází cˇtyrˇi záložky pro vyplneˇní neˇkolika du˚le-
žitých informací pro publikovaní naší aplikace. V první záložce vyplníme obecné infor-
mace aplikace, jako je název, popis, zvolení ikony pro aplikaci a živé dlaždice. V násle-
dujících dvou záložkách zaškrtáváme systémové a hardwarové rozhraní, které aplikace
potrˇebuje pro svou funkcˇnost. V poslední cˇtvrté záložce vyplníme požadované informace
ohledneˇ autora, verze aplikace a hlavneˇ podporovaných jazyku˚.
Dalším krokem je nechat projít aplikaci testem, zda splnˇuje všechny požadavky pro
umísteˇní na Windows Store. K tomuto nám pomu˚že nástroj Store Test Kit, který nalez-
neme v nabídce ( Project – Open Store Test Kit ). Prˇed spušteˇním testu ješteˇ musíme
nastavit v nástrojové lišteˇ režim zkompilovatelnosti na Release. Jestliže tak neucˇiníme,
test nebude moct být zahájen. Pro absolvování testu budeme ješteˇ potrˇebovat:
• Snímky aplikace (screenshots). Jedná se o obrázky porˇízené za beˇhu aplikace.Pro
porˇízení teˇchto obrázku˚ slouží nejlépe Windows Phone Emulátor. Je zapotrˇebí na-
hrát alesponˇ jeden snímek, maximálneˇ však osm.
• Popis aplikace. Krátké, ale výstižné informace o aplikaci. Uvádeˇjí se naprˇíklad verze
aplikace, speciální funkce a další informace pro zaujatí uživatele.
• Obrázek pro Windows Store. Jedná se o obrázek o velikosti 300 x 300 pixelu˚, sloužící
jako ikona aplikace ve Windows Storu.
Obrázek 11: Obrázek pro Windows Store
Nyní, jestliže byl test úspeˇšneˇ dokoncˇen, mu˚žeme aplikaci nahrát na Windows Store.
Prvním krokem je prˇihlášení pod svým vývojárˇským úcˇtem na webu
https://dev.windows.com. Kliknutím na položku Submit apps – Windows Phone – Sub-
mit App prˇejdeme na vyplneˇní potrˇebných údaju˚ o publikované aplikaci. V prvním
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kroku vyplníme název, kategorii a cenu aplikace. Dále je potrˇeba nahrát balícˇek se sa-
motnou aplikací. Jedná se o XAP soubor, který nalezneme v adresárˇi Bin/Release/Naze-
vProjektu.xap. V dalších krocích probíhá popis aplikace s klícˇovými slovy, zvolení trhu˚,
na kterých chceme aplikaci distribuovat a v poslední rˇadeˇ zvolení možnosti publikování.
Po dokoncˇení teˇchto kroku˚ bude aplikace odeslána spolecˇnosti Microsoft na analýzu a
testování. Kde pracovníci spolecˇnosti prozkoumají požadavky na splneˇní kritérií Win-
dows Phone aplikace a rˇádoveˇ neˇkolika hodin až dní dostaneme kompletní zprávu o
transakci. Pokud aplikace projde kontrolou, dojde k jejímu uverˇejneˇní na Windows Store.
V opacˇném prˇípadeˇ budeme informováni e-mailem s du˚vodem zamítnutí aplikace.
Obrázek 12: Aplikace na Windows Storu
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5.2 Hodnocení aplikace na Windows Store
Soucˇástí vývojového úcˇtu existuje také možnost zobrazit statistiky oblíbenosti a staho-
vání aplikace. Ukázková aplikaci WeatherStation byla publikována na Windows Store
zacˇátkem meˇsíce brˇezna 2015. Jak je videˇt na obrázku níže, aplikace byla stažena beˇhem
prvních dvou meˇsícu˚ 275 krát, kdy byla nasazena mezi beˇžné uživatele.
Obrázek 13: Statistika stahování aplikace
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6 Záveˇr
V mé bakalárˇské práci jsem prˇedstavil vznik mobilního operacˇního systému Windows
Phone. Seznámil jsem cˇtenárˇe s možnostmi a specifikacemi potrˇebnými pro vývoj apli-
kací na této platformeˇ, zejména tedy, technologie a minimální požadavky k vývoji, po-
trˇebné vývojové prostrˇedí, ale také životní cyklus aplikace a programovaní univerzálních
aplikaci pro Windows Phone 8.1. Pro zacˇínající vývojárˇe byla zmíneˇna kapitola, ve které
je detailneˇ popsán návod k vytvorˇení první aplikace, od stažení vývojového prostrˇedí,
prˇes implementaci aplikace a následné její testování. Pro zkušeneˇjší vývojárˇe je dále na-
vržena a implementována aplikace s funkcˇními prvky, jakou jsou Live Tile, komunikace
prostrˇednictvím webového API na základeˇ POST požadavku nebo zobrazení grafických
objektu˚.
Doufám, že tato práce bude motivací pro více lidí k vývoji aplikací pro Windows
Phone, nebot’ tato platforma je ješteˇ relativneˇ velice mladá a nebyla ji veˇnována dosta-
tecˇná pozornost. Avšak podle posledních zpráv spolecˇnosti Microsoft, dojde ke sloucˇení
vývoje pro stolní i mobilní verzi operacˇního systému Windows. Což bude mít zaprˇícˇi-
neˇní spoustu nových vývojárˇu˚ a z platformy Windows by se tak mohl stát nejveˇtší trh s
operacˇními systémy.
Jirˇí Hopják
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