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 El Proyecto, Aplicación Web de control del trabajo, ha sido realizado por Marc Anguera 
Insa, estudiante de Ingeniería en Informática en la Facultad de Informática de Barcelona (FIB) 
perteneciente a la Universidad Politécnica de Cataluña (UPC). El proyecto ha sido dirigido por 
Marc Vigo Anglada, profesor asociado al Departamento de Lenguajes y Sistemas Informáticos 
de la FIB. 
 El Proyecto corresponde a la modalidad de tipo (A), ya que se trata de una idea 
propuesta por un departamento con docencia asignada a la FIB. La iniciativa la planteó el 
propio director del proyecto, Marc Vigo Anglada. A partir de la propuesta inicial, se definieron 
exactamente los objetivos, modificando algunas ideas, en la mayoría de casos planteando 
ampliaciones y mejoras respecto la propuesta inicial.  
 Dentro del marco de cualquier proyecto se deben delimitar unos objetivos claros, 
delimitando así el alcance del proyecto. La idea es no perder en ningún momento el enfoque y 
tener claro hasta donde llega el Proyecto como Proyecto Final de Carrera (PFC). Es decir, a raíz 
de la realización de esta aplicación, surgen nuevos proyectos relacionados y que se podrían 
considerar futuras líneas de trabajo.   
 
DESCRIPCIÓN GENERAL PROYECTO 
El proyecto consiste básicamente en la realización de una aplicación web de registro 
de horarios delante un PC con la intención de prevenir riesgos laborales derivados de un mal 
uso del ordenador. El problema emana directamente de una causa mayor, el sedentarismo en 
la oficina. 
La filosofía de la aplicación en ningún caso es la de controlar a los usuarios del sistema, 
sino la de aconsejar para minimizar riesgos. En ningún momento la aplicación tomará el 
control del PC impidiendo su uso si no se cumplen los consejos. La ética de cada usuario será la 
que decidirá si cumplir o no con un evento nacido de la configuración personal (debidamente 
propuesta por un experto) de la aplicación. 




Con esta aplicación lo que se pretende es que un usuario, debidamente aconsejado 
por un experto en la materia, pueda realizar una buena gestión de los descansos. A su vez, 
durante los descansos la aplicación mostrará al usuario una batería de ejercicios o consejos  
con el propósito de minimizar el riesgo de futuras lesiones. 
La aplicación crea un registro para cada par usuario-día en donde se almacena toda la 
estadística correspondiente.  
La aplicación web consta de dos partes. La parte referente al usuario final (parte 
Cliente) y la parte referente al experto en la materia (parte Servidor). Ambas partes son 
totalmente configurables para cada usuario y su situación actual. 
La parte referente al usuario (Cliente) es la encargada de realizar la gestión  de los 
horarios en cada PC. Esta parte gestiona la configuración de los descansos, así como el 
cumplimiento de los mismos. También se encarga de notificar al usuario la llegada inminente 
de una parada para descansar. Llegado el advenimiento de una parada, esta parte se encarga 
también de mostrar la tanda de ejercicios configurada previamente por el usuario. En todo 
momento, la parte cliente, muestra información en tiempo real acerca del cumplimiento de las 
paradas. Como ya se ha comentado anteriormente, todo lo relativo al programa diario de un 
usuario es configurable. 
La parte referente al experto (Servidor) posee un editor para crear los ejercicios que 
podrán seleccionar los usuarios. A su vez, también mantiene la información de cada usuario 
del sistema actualizada en tiempo real. La esencia de esta parte es la siguiente: situados en un 
contexto real, generalmente un usuario no conoce las normas a seguir para evitar los 
problemas del sedentarismo, entonces un experto, o conocedor de la materia, aconseja sobre 
las configuraciones ideales en cada caso. Además, el experto puede estudiar el registro diario 
de cada usuario de manera que es sabedor de las buenas o malas prácticas de cada usuario.  
Al implementar una aplicación web conseguimos que el experto no tenga que estar de 
forma presente en la oficina, sino que puede estar en cualquier sitio siempre que disponga de 
una conexión a Internet. 




Para realizar el Proyecto se ha hecho un estudio, evidentemente, sobre los tipos de 
riesgos y posibles medidas de prevención. Sobre este tema en concreto hay muchas páginas 
escritas, pero nada oficial. No existe ninguna publicación de carácter oficial sobre las normas a 
seguir detalladamente. Seguramente debido a que, aunque existan algunas medidas generales, 
cada usuario, dado su estado físico y mental, requerirá unas rutinas (configuraciones en la 
aplicación) determinadas. Es por este motivo, que un puntal fundamental de la aplicación es su 
alta maleabilidad y configuración, así como su editor de ejercicios.  
Por último, cabe recalcar que el Proyecto ha nacido en el marco del Software Libre. 

















El software libre (en inglés free software, esta denominación también se confunde a 
veces con gratis por el doble sentido del inglés free en castellano) es la denominación 
del software que respeta la libertad de los usuarios sobre su producto adquirido y, por tanto, 
una vez obtenido puede ser usado, copiado, estudiado, cambiado y redistribuido libremente. 
Según la Free Software Foundation (FSF), el software libre se refiere a la libertad de los 












No hay que asociar software libre a "software gratuito" (denominado 
usualmente freeware), ya que, conservando su carácter de libre, puede ser 




distribuido comercialmente. Tampoco debe confundirse software libre con "software 
de dominio público". Éste último es aquel software que no requiere de licencia, pues sus 
derechos de explotación son para toda la humanidad, porque pertenece a todos por igual. 
Cualquiera puede hacer uso de él, siempre con fines legales y consignando su autoría original. 
Este software sería aquel cuyo autor lo dona a la humanidad o cuyos derechos de autor han 
expirado, tras un plazo contado desde la muerte de este, habitualmente 70 años. Si 
un autor condiciona su uso bajo una licencia, por muy débil que sea, ya no es del dominio 
público. 
Para entender un poco más acerca del Software Libre, se muestra a continuación los 
distintos niveles de libertad.  
Libertad Descripción 
0 La libertad de usar el programa, con cualquier propósito. 
1 
La libertad de estudiar cómo funciona el programa y modificarlo, adaptándolo a tus 
necesidades. 
2 La libertad de distribuir copias del programa, con lo cual puedes ayudar a tu prójimo. 
3 
La libertad de mejorar el programa y hacer públicas esas mejoras a los demás, de modo 
que toda la comunidad se beneficie. 
Las libertades 1 y 3 requieren acceso al código fuente porque estudiar y modificar software sin su 
código fuente es muy poco viable. 
 
El término software no libre se emplea para referirse al software distribuido bajo una 
licencia de software más restrictiva que no garantiza estas cuatro libertades. Las leyes de 




la propiedad intelectual reservan la mayoría de los derechos de modificación, duplicación y 
redistribución para el dueño del copyright; el software dispuesto bajo una licencia de software 
libre rescinde específicamente la mayoría de estos derechos reservados. 
La definición de software libre no contempla el asunto del precio; un eslogan 
frecuentemente usado es "libre como en libertad, no como en cerveza gratis" o en inglés "Free 
as in freedom, not as in free beer" (aludiendo a la ambigüedad del término inglés "free"), y es 
habitual ver a la venta CD de software libre como distribuciones Linux. Sin embargo, en esta 
situación, el comprador del CD tiene el derecho de copiarlo y redistribuirlo.  
Para evitar la confusión, algunas personas utilizan los términos "libre" (software libre) 
y "gratis" (software gratis) para evitar la ambigüedad de la palabra inglesa "free". Otros 
defienden el uso del término open source software (software de código abierto). La principal 
diferencia entre los términos "open source" y "free software" es que éste último tiene en 
cuenta los aspectos éticos y filosóficos de la libertad, mientras que el "open source" se basa 
únicamente en los aspectos técnicos. 
Desde el punto de vista del software libre, existen distintas variantes del concepto o 
grupos de licencias: 
• Licencias GPL (General Public License) 
• Licencias AGPL (Affero General Public License) 
• Licencias estilo BSD (Berkeley Software Distribution) 
• Licencias estilo MPL (Mozilla Public License) 
• Copyleft 
 




Como ya se ha comentado anteriormente, no es lo mismo software libre que software 
de código abierto.  La FSF opina que el movimiento de código abierto es filosóficamente 
diferente del movimiento del software libre. En este contexto nació la  Open Source 
Initiative (OSI). Esta formación buscaba darle mayor relevancia a los beneficios prácticos del 
compartir el código fuente, e interesar a las principales casas de software y otras empresas de 


















El modelo de negocio detrás del software libre se caracteriza por la oferta de servicios 
adicionales al software como: la personalización y/o instalación del mismo, soporte 
técnico, donaciones, patrocinios; en contraposición al modelo de negocio basado en licencias 



















2 INICIO DEL PROYECTO 
 
Como cualquier Proyecto, existe un inicio donde se analiza la situación de partida, la 
oportunidad, el alcance, los objetivos, los requisitos y otros aspectos relacionados. 
En este apartado tratamos profundamente el análisis de la situación inicial y como a 
partir de ésta impulsamos el Proyecto. A continuación redactamos las diferentes fases previas 
que preceden al desarrollo de la aplicación y que son de vital importancia para definir el éxito 
del Proyecto. 
 
ANÁLISIS SITUACIÓN INICIAL  
Para realizar un exhaustivo análisis de la situación inicial de la cual empezaremos el 
Proyecto se ha dividido la investigación en dos vertientes: los riesgos laborales y el software 
actual. 
RIESGOS LABORALES 
Actualmente el número de personas que trabajan, o dedican mucho tiempo, sentadas 
delante un ordenador es muy considerable y en aumento. A priori, estos usuarios no suelen 
reflexionar sobre sus malas prácticas, pero éstas existen y son más influyentes en nuestra 
salud de lo que generalmente se percibe. 
Por otro lado, aparecieron nuevas formas de empleo como el teletrabajo, que 
transformaron el concepto tradicional de lugar de trabajo -oficina en casa. 
El impacto de la normativa preventiva ha sido muy importante durante los últimos 
años y en concreto, se ha notado en el trabajo en oficinas ya que tradicionalmente se asumía 
que en el desarrollo de esta actividad no existían riesgos relevantes. De hecho, podía 
considerarse así de acuerdo con el viejo esquema de daños a la salud igual a accidentes, ya que 
la incidencia de estos últimos en este sector, es más bien baja. 




El sedentarismo, una de las principales consecuencias derivadas de los malos hábitos, 
es un riesgo bastante grave. La Organización Mundial de la Salud (OMS) ha centrado su 
atención en él ya que aumenta las causas de mortalidad, duplica el riesgo de enfermedad 
cardiovascular, de diabetes de tipo II y de obesidad. Aumenta el riesgo de hipertensión 
arterial, problemas de peso, osteoporosis, depresión y ansiedad. 
Es entonces cuando podemos afirmar que las oficinas han dejado de ser espacios libres 
de riesgos. Estos riesgos se categorizan principalmente de la siguiente manera: 
• RIESGOS RELACIONADOS CON LA CARGA FÍSICA 
En este aspecto, cabría diferenciar entre la aparición de posibles problemas 
muscoesqueléticos y la aparición de molestias generadas por los elementos que 
configuran el entorno de trabajo. La movilidad restringida supone un trabajo 
sedentario. La incorrecta posición de la cabeza y cuello, la forma de sentarse y la 
posición de brazos y muñecas al teclear pueden generar pequeñas contracciones 
musculares, poco dolorosas pero suficientes para provocar fatiga, tensiones 
musculares, inflamación de los tendones (tendinitis) y afecciones de los nervios de 
la mano (síndrome del túnel carpiano). Un entorno de trabajo con un espacio 
insuficiente favorece las posturas estáticas o forzadas. En los trabajos estáticos 
debe facilitarse el movimiento con holgura del trabajador, facilitando su movilidad 










o Algunas medidas de prevención: 




















 Busca aparatos que sean ergonómicos facilitan la adecuación 
de las posturas al entorno). Hay toda una gama de productos 
en el mercado: silla regulable en altura, y con un respaldo que 
cubra toda la espalda; soporte en la parte inferior del teclado 
para apoyar totalmente las muñecas; bases o plataformas de 
extensión para portátiles; alfombrillas con un sostén de 
almohadilla para la muñeca, etc. En cuanto al ratón, es 
importante que se adapte a la curva de la mano, sin demandar 
















• RIESGOS RELACIONADOS CON ASPECTOS PSICOSOCIALES 
Además de las relaciones físicas del empleado con su entorno de trabajo, cada vez 
están aumentando los problemas de tipo psicológico generadoras de malestares como el 
estrés, la monotonía o la falta de motivación en el trabajo. Las situaciones más comunes en las 
oficinas son: la sobrecarga o subcarga, la repetitividad, la monotonía, la excesiva presión de 
tiempos, el aislamiento social, etc. 
o Algunas medidas de prevención: 
 Si un deportista hace descansos, ¿por qué tú no? Cada ciertos 
minutos, resérvate un tiempo de relax. Puedes hacer ejercicios 
visuales que contribuyan a relajar la vista: parpadear, y alejar 
la visión de vez en cuando. 
 Combina las actividades más mecánicas con las creativas o 
flexibles, aunque ambas las hagas sentado frente a la pantalla. 
 Alterna, dentro de lo posible, el trabajo del ordenador con otro 
tipo de tareas que te hagan cambiar el foco de atención, la 
postura, e incluso te permitan levantarte. 
 
• RIESGOS RELACIONADOS CON LAS CONDICIONES AMBIENTALES 
Los factores a tener en cuenta son: iluminación, climatización y ruido. La lectura de 
documentos, tanto en soporte papel como informático, son tareas que exigen 
altos requerimientos visuales. La regulación de los niveles calor/frío de los 
sistemas de climatización de las oficinas suele ser origen de problemas de salud. 
Impresoras, teléfonos, fotocopiadoras, ventiladores y múltiples conversaciones 
suelen ser las fuentes más comunes generadoras de ruido en el ámbito de la 
oficina. 




o Algunas medidas de prevención: 
 No trabajes a temperaturas bajas, aumenta la probabilidad de 
contracturas musculares. 
 Si vas a permanecer tantas horas en la misma estancia, cuida 
los olores. 
Como se puede observar, los riesgos son más peligrosos de los que se suele apreciar en 
un primer momento.  
 
SOFTWARE ACTUAL 
Actualmente se puede encontrar algún software que intenta mitigar algunos riesgos.  
Un buen ejemplo es Workrave. Una aplicación que racionaliza las sesiones de trabajo 
frente al ordenador. Actúa de recordatorio constante y con sus avisos el usuario puede 











Workrave permite configurar la durada de los descansos. Trabaja con tres tipos de 
interrupciones: micropausas, descansos y límite máximo diario. Una vez llegada la interrupción 







Esta aplicación fue diseñada originalmente para evitar lesiones por esfuerzos 
repetitivos (Repetitive strain injury - RSI). Originariamente fue pensada para evitar el síndrome 
del túnel carpiano, el cual exige realizar micropausas en intervalos muy cortos de tiempo 
(pocos minutos). 
Existen otras aplicaciones que ayudan a gestionar los tiempos de los descansos, pero 
poseen menos funcionalidades que Workrave. Un ejemplo seria RSIBreak, igualmente 





















Una vez se ha analizado el contexto inicial, nos encontramos en disposición de 
determinar los motivos que han impulsado este Proyecto. 
Por un lado, como se ha visto anteriormente, el tema de los riesgos laborales 
provocados por los malos hábitos frente el PC se trata de una cuestión seria y con la que se 
debería extremar precauciones. El problema es que los daños causados no son visibles a corto 
plazo, y este dato hace que actuemos de forma irresponsable.  




Por otro lado, el software existente cumple adecuadamente con su función, pero aun 
siendo muy configurable, algunos aspectos, como los ejercicios de Workrave por ejemplo, 
vienen configurados por defecto y no son editables.   
 Otro aspecto que se echa de menos es más información concreta sobre cada parada. 
Acerca de las posibles prevenciones (consejos y ejercicios), existen muchas opiniones y 
no hay ninguna oficial. Cada persona y cada momento exigen unas prácticas aconsejables. Por 
este motivo, se ha creado un editor de ejercicios. 
Además, el ofrecer un servicio web, el experto en la materia puede no encontrarse 
físicamente en el propio lugar (oficina o casa). De esta manera, el encargado de gestionar los 
ejercicios puede ser, por ejemplo, un médico especialista en el tema. Así, suponiendo un 
escenario futuro, dicho médico puede configurar la aplicación para hacer de parte Servidor en 
su propia consulta. Con esto podría revisar el registro diario de cada usuario e indicarle, si se 
requiere, algunos cambios en su configuración, así como también los ejercicios ideales para su 
situación. 
Por otro lado, y como opinión personal, algunos aspectos de las interfaces gráficas 
(GUI) no me parecían adecuados. Ya por su disposición en pantalla o por su poco 
entendimiento a simple vista. Personalmente, el tema de las GUI’s y los gráficos en general, 
me parece de vital importancia para conseguir que una aplicación sea utilizada, lo más difícil 
de conseguir en el marco de un proyecto. Se puede conseguir una aplicación útil, utilizable, 
pero en cambio nadie la utiliza (de hecho, la mayoría). Únicamente  este último parámetro 
determina el éxito de un proyecto. 
Teniendo en cuenta que las dos aplicaciones comentadas, Workrave y RSIBreak son de 
código libre, se podría haber planteado el modificar alguna y empezar a re-implementar las 
partes adecuadas. Esta práctica, suele llevar una dura tarea de comprensión del código 
existente. Además el paso a filosofía web conllevaba importantes cambios.  
 




Todos estos motivos propugnaron la decisión de emprender la aplicación desde cero, 
eso sí, sin ignorar las buenas ideas del software analizado. Y para finalizar, el emprender el 
Proyecto desde cero implicaba que se podían escoger las tecnologías a utilizar. Esto es 
importante, de esta manera podía experimentar con tecnologías desconocidas para mí. 
Además de tomar las decisiones arquitectónicas y de diseño que se creyeran oportunas.  
Y como no, la satisfacción personal de crear una herramienta con un trasfondo de 
carácter cotidiano, con una enorme cantidad de usuarios potenciales, desde cero. 
 
ANÁLISIS OPORTUNIDAD 
El éxito de un proyecto se puede concentrar en tres puntos clave, relacionados 
directamente con su ciclo de vida, estos puntos son: 
• Útil: Se desarrolla en la fase de concepción y diseño del proyecto. 
• Utilizable: Depende de la calidad y del saber hacer durante la fase de 
construcción del proyecto. 
• Utilizado: Se presenta en el momento de promocionar o vender el producto 
final. 
Este proyecto tiene grandes expectativas de éxito por los siguientes motivos: 
• Útil: Como ya se ha nombrado anteriormente, una aplicación que intenta 
minimizar riesgos laborales, es prácticamente una necesidad. Si le añadimos 
un interfaz de usuario intuitiva y amigable, la utilidad de la aplicación gana 
enteros. 




• Utilizable: La tecnología escogida, sobretodo en relación a la GUI, resuelve 
hábilmente la interacción con el usuario. Se ha desarrollado con un framework 
de Qt para Java, Qt Jambi. La diversidad de opciones y widgets disponibles es 
enorme y se quieren aplicar en beneficio del usuario. 
• Utilizado: La aplicación resultante será de acceso público y englobada en el 
Software Libre, por lo que el colectivo podrá acceder a ella de forma gratuita. 
En esta fase es importante responder a una serie de preguntas que ayudan a clarificar 
algunos aspectos elementales del proyecto: 
• ¿Qué? (Objetivos) 
o Implementar una aplicación con el fin de reducir los riegos derivados 
de las malas prácticas delante un PC (ver más en apartado Definición 
Objetivos).  
• ¿Quién? (Personas y entidades relacionadas con el ciclo de vida del proyecto) 
o Lo realiza Marc Anguera Insa, como Proyecto Final de Carrera (PFC) de 
la FIB. 
o Lo dirige Marc Vigo Anglada, perteneciente al departamento LSI de la 
FIB. 
o Usuarios finales: enfocado a todo el colectivo de usuarios de PC, 
especialmente en los usuarios que invierten largas franjas horarias 
diarias. 
• ¿Dónde? (Entorno) 
o En el contexto de la UPC, en el marco de la realización de un PFC. 





o Durante el segundo cuadrimestre del curso 2009-2010 
• ¿Cómo? 
o Usando las metodologías aprendidas durante el desarrollo de la 
carrera universitaria de Ingeniería Informática (ver más en los 
apartados Especificación y Diseño).   
• Recursos 
o Al tratarse de un proyecto de software libre, los únicos recursos hacen 
referencia al equipo de trabajo. Así pues, se ha usado el propio PC 
personal para el desarrollo de todas las partes del proyecto 
(implementación, fase pruebas). Las características del equipo son las 
siguiente: 
 
 Procesador: Intel Core2Duo E7500 2,93 GHz 
 Memoria RAM: Kingston DDR2 4 Gb 800 MHz  
 Tarjeta Gráfica: NVidia 250 GTS 1 Gb  
 Placa Base: Gigabyte EP41-UD3L S775  
 Disco Duro: Samsumg 500 Gb Sata2 7200RPM 
 




 Alimentación: Nox Urano ATX 600W 
 Ventilador: Asus Silent Knight II  
 Monitor: BenQ 22” FullHD LED 
 Sistema Operativo: Ubuntu 9.10   
 
• Tiempo 
o 5 meses aproximadamente. 
 
ALCANCE 
Otro concepto crucial para definir el éxito es el alcance. Hace falta enfocar bien las 
nociones clave y delimitar-las para poder medir el grado de éxito, para conocer los puntos de 
inicio y fin. Supone una información muy valiosa a lo largo del ciclo de vida de un proyecto. 
El alcance permite fijar expectativas en profundidad (numero de funcionalidades y 
opciones) y en amplitud (magnitud en recursos). 
El éxito de todo proyecto se bifurca en tres dimensiones: objetivos, recursos y tiempo. 
Si se consiguen controlar estos tres aspectos, el éxito es deviene tangible. A la vida real 
controlar las tres dimensiones es una tarea insostenible. Por lo tanto, la estrategia común que 
se aplica es la siguiente: controlar dos dimensiones y vigilar que se desvíe lo menos posible la 
dimensión restante.  
 




Aplicando la regla de las dimensiones a este proyecto, tenemos: 
• Objetivos: Completamente predefinidos. Dimensión a controlar. 
• Tiempo: Marcados y definidos. Dimensión a controlar. 
• Recursos: Uso de escasos recursos. El PC de desarrollo es el único recurso a 
considerar. Dimensión a vigilar. 
Como vemos, en el contexto de un PFC de Software Libre, los recursos son la 
dimensión menos preocupante. En un contexto empresarial, los recursos suelen ser fuente de 
los mayores desvíos que puede sufrir un proyecto.  
 
ELEMENTOS DE ENTRADA 
Como elementos de entrada tenemos, por un lado los diversos documentos y 
publicaciones en los cuales se ha basado el análisis de los riesgos existentes y sus 
prevenciones. Por otro lado, el software existente, del cual se han aprehendido algunos 
conceptos. Por último, y respecto a la GUI, se han aprovechado las diversas soluciones en este 
ámbito proporcionadas por la tecnología (Qt Jambi) que implementa esta parte. 
 
EJECUCIÓN 
Especificar las funcionalidades/configuraciones que se ofrecen en la aplicación en 
beneficio del usuario. Enriquecer la aplicación con funcionalidades propias e innovadoras. 
 
 





Decidir la información a visualizar. Mostrar de manera clara todos los datos 
configurables, así como las opciones del programa, tanto la parte Cliente como la parte 
Servidor. Concebir una GUI visualmente agradable y amigable para la comodidad y seguridad 
del usuario. 
 
DESCRIPCIÓN DE OBJETIVOS 
Los objetivos de todo proyecto son el punto de enfoque durante todo el ciclo de vida. 
Se debe especificar exactamente cuáles son. Su acatamiento es elemental para alcanzar el 
éxito.   
A continuación, se describen los objetivos principales de la aplicación. 
 
MINIMIZACIÓN RIESGOS LABORALES: CONTROL HORARIOS Y AVISOS  
Como ya se viene comentando durante todo el documento, el control de los horarios y 
franjas de trabajo es determinante para minimizar los riesgos. 
Por este motivo uno de los objetivos principales es el control de los intervalos 
ininterrumpidos de trabajo y la gestión de los descansos. Para que resulte más eficaz el 
sistema debe proponer avisos al usuario, con el fin de que el propio usuario reconozca la 
llegada de una parada programada. 
 
CONFIGURACIÓN PERSONALIZADA: EDITOR EJERCICIOS 
Para que la aplicación resulte realmente aprovechable debe ser adaptable a las 
necesidades de cada usuario en cada momento. 




Por ejemplo, un usuario con síndrome del túnel carpiano (afecta a los nervios de la 
mano) debe realizar los descansos con mucha más asiduidad que un usuario sin dicha 
enfermedad. 
Por otra parte, los ejercicios adecuados para cada usuario pueden diferir y por lo tanto 
el sistema ha de poseer un editor de nuevos ejercicios. De esta manera el sistema puede estar 
actualizado en cuanto a nuevos descubrimientos y avances en el sector se refiere. 
 
DISEÑO DISTRIBUIDO: APLICACIÓN WEB 
La idea es descentralizar la parte del experto (Servidor) de la parte del usuario 
(Cliente). De esta manera el actor del sistema que actúa como experto en la materia, puede 
encontrarse físicamente, por ejemplo, en la oficina principal de una empresa en otra ciudad.  
 
INTERFAZ AMIGABLE E INTUITIVA 
Con el fin de que el proyecto alcance el éxito es indispensable que la aplicación sea 
utilizada. Para que los potenciales usuarios la utilicen es imprescindible que la aplicación luzca 
un buen aspecto, a la vez que simple e intuitivo. 
 
MULTIPLATAFORMA 
Otra característica que impulsa un uso extenso de la aplicación es la posibilidad de que 
pueda ejecutarse en distintas plataformas.  
De esta manera la aplicación debe poder moverse en los principales sistemas 
operativos actuales. 




















La fase de recogida de requisitos del Proyecto implica recoger información de todas las 
fuentes posibles, así como un esfuerzo de abstracción para determinar la lista de 
funcionalidades del aplicativo y otras características que debe poseer. Por un lado se analizan 
las soluciones existentes en el mercado y por el otro, se estudia la esencia del problema a 
resolver.  
Los requisitos funcionales recogen las funcionalidades del sistema. Los requisitos no 
funcionales recogen otras características como la robustez del sistema, su apariencia, su 
escalabilidad, etc. 
A continuación se mostrará el listado de requisitos, numerados para facilitar su 
nombramiento en fases posteriores. 






Identificador Descripción requisito 
1 La aplicación debe realizar la gestión de los tiempos y franjas de uso de un PC. 
2 La información debe ser mostrada en tiempo real. 
3 La aplicación debe poder ser representada como un widget (un Tray Icon) en 
la barra de herramientas de las plataformas soportadas. 
4 Se tratará de una aplicación web. El usuario (Cliente) deberá poder 
comunicar-se con el experto (Servidor) mediante la aplicación. 
5 La aplicación creará un registro detallado de la información diaria de cada 
usuario. Se mostrará información respecto al cómputo diario y respecto cada 
parada. 
6 Se podrá configurar los intervalos de los descansos, así como la duración de 
los mismos. 
7 Existirán dos tipos de paradas para descansar. Uno para la gestión de la 
micropausas y otro para los descansos de más duración.  
8 Cuando se acerque un evento de parada el sistema deberá avisar al usuario 
de tal evento. El usuario podrá seleccionar distintos tipos de aviso. 
9 Durante las paradas, el sistema deberá mostrar una serie de ejercicios con el 
fin de aconsejar al usuario. 




10 La aplicación debe permitir a cada usuario personalizar su lista de ejercicios. 
11 La aplicación debe poseer un editor de nuevos ejercicios con el fin de tener 
un sistema escalable y adaptable. Esta característica estará atada a la parte 
Servidor. 
12 Tanto el Cliente como el Servidor deben poder acceder a la información 




Identificador Descripción requisito 
13 La interfaz será intuitiva y amigable para el usuario. 
14 Diseño vanguardista conforme las aplicaciones actuales. 
15 La aplicación será multiplataforma y por lo tanto podrá ejecutarse en 
distintos sistemas operativos. Incluso cada parte (Cliente-Servidor) podrá 
ejecutarse en una plataforma independientemente de la utilizada por la otra 
parte.  
16 Proyecto de Software Libre. 
17 El rendimiento será independiente de la plataforma que ejecuta el aplicativo. 
18 Los datos de los objetos distribuidos serán guardados en el disco duro de la 
























3 DESARROLLO DEL PROYECTO 
 
En este capítulo se tratan los apartados vinculados al Software del Proyecto, 
concretamente abastece el desarrollo técnico. Las decisiones más significativas y esenciales en 
cuanto a arquitectura, modelaje del sistema, tecnología usada, modelo lógico y otras 
cuestiones, se definen en este momento.  
Se hará referencia constante a la numeración estructural de los requisitos con la 
finalidad de clarificar la solución específica para cada funcionalidad. Para facilitar la 
comprensión de cada apartado, cada sección incluirá una breve explicación del tema a tratar. 
 
PARADIGMA PROGRAMACIÓN: ORIENTACIÓN OBJETOS 
La programación orientada a objetos  (OO) es un paradigma de programación que 
usa objetos y sus interacciones, para diseñar aplicaciones y programas de ordenador. Está 
basado en varias técnicas, incluyendo herencia, abstracción, polimorfismo y encapsulamiento. 
Su uso se popularizó a principios de la década de 1990. En la actualidad, existe variedad de 
lenguajes de programación que soportan la orientación a objetos. 
Los objetos son entidades que combinan estado (atributo), comportamiento 
(método) e identidad. 
La programación orientada a objetos, expresa un programa como un conjunto de estos 
objetos, que colaboran entre ellos para realizar tareas. Esto permite hacer los programas y 
módulos más fáciles de escribir, mantener, y reutilizar. Además, el paradigma también 
potencia la extensibilidad y modularidad.  
El sistema ha construir posee una abstracción muy identificativa con la OO. Fácilmente 
podemos identificar los diferentes conceptos con entidades que interactúan. Por ejemplo: 
 








• Entidades: Usuario, EstadoUsuario, Descanso, Ejercicio, Registro. 
• Interacciones: Un Usuario realizará un Ejercicio durante su Descanso 
dependiendo de su EstadoUsuario, almacenado en su Registro. 
Por estos motivos se decidió que el paradigma OO era adecuado como filosofía 
constructiva para este Proyecto. Además la OO nos aporta unas características deseable: 
• Abstracción: Denota las características esenciales de un objeto, donde se capturan 
sus comportamientos. Cada objeto en el sistema sirve como modelo de un 
"agente" abstracto que puede realizar trabajo, informar y cambiar su estado, y 
"comunicarse" con otros objetos en el sistema sin revelar cómo se implementan 
estas características.  
• Encapsulamiento: Significa reunir a todos los elementos que pueden considerarse 
pertenecientes a una misma entidad, al mismo nivel de abstracción. Esto permite 
aumentar la cohesión de los componentes del sistema.  
• Principio de ocultación: Cada objeto está aislado del exterior, es un módulo 
natural, y cada tipo de objeto expone una interfaz a otros objetos que especifica 
cómo pueden interactuar con los objetos de la clase. El aislamiento protege a las 
propiedades de un objeto contra su modificación por quien no tenga derecho a 
acceder a ellas, solamente los propios métodos internos del objeto pueden 
acceder a su estado. Esto asegura que otros objetos no pueden cambiar el estado 




interno de un objeto de maneras inesperadas, eliminando efectos secundarios e 
interacciones inesperadas.  
• Polimorfismo: Comportamientos diferentes, asociados a objetos distintos, pueden 
compartir el mismo nombre, al llamarlos por ese nombre se utilizará el 
comportamiento correspondiente al objeto que se esté usando. O dicho de otro 
modo, las referencias y las colecciones de objetos pueden contener objetos de 
diferentes tipos, y la invocación de un comportamiento en una referencia 
producirá el comportamiento correcto para el tipo real del objeto referenciado.  
• Herencia: Las clases no están aisladas, sino que se relacionan entre sí, formando 
una jerarquía de clasificación. Los objetos heredan las propiedades y el 
comportamiento de todas las clases a las que pertenecen. La herencia organiza y 
facilita el polimorfismo y el encapsulamiento permitiendo a los objetos ser 
definidos y creados como tipos especializados de objetos preexistentes. Estos 
pueden compartir (y extender) su comportamiento sin tener que volver a 
implementarlo. Esto suele hacerse habitualmente agrupando los objetos 








• Recolección de basura: La Recolección de basura es la técnica por la cual el 
ambiente de Objetos se encarga de destruir automáticamente, y por tanto 
desasignar de la memoria, los Objetos que hayan quedado sin ninguna referencia a 
ellos. Esto significa que el programador no debe preocuparse por la asignación o 




liberación de memoria, ya que el entorno la asignará al crear un nuevo Objeto y la 
liberará cuando nadie lo esté usando. 
Algunos ejemplos de lenguajes del paradigma OO son: Java, C++, C#, PHP5, 
ActionScript, Smalltalk, JavaScript, ADA, etc. 
Otros paradigmas de programación son los siguientes: 
• Programación estructurada. 
o Ejemplos: C, Pascal 
• Programación funcional. 
o Ejemplos: Lisp, Cammel 
• Programación lógica. 
o Ejemplos: Prolog 
• Programación con agentes. 
o Ejemplos: Golog, Flux 
TECNOLOGÍA 
Antes de empezar la descripción técnica del sistema se explicará en los siguientes 
puntos las diferentes tecnologías utilizadas durante el desarrollo del software. 
En cada subapartado encontraremos una descripción de cada tecnología en concreto 




Java es un lenguaje de programación orientado a objetos desarrollado por Sun 
Microsystems a principios de los años 90. El lenguaje en sí mismo toma mucha de su sintaxis 




de C y C++, pero tiene un modelo de objetos más simple y elimina herramientas de bajo nivel, 
que suelen inducir a muchos errores, como la manipulación directa de punteros o memoria. 
Las aplicaciones Java están típicamente compiladas en un bytecode, aunque la 
compilación en código máquina nativo también es posible. En el tiempo de ejecución, 
el bytecode es normalmente interpretado o compilado a código nativo para la ejecución, 
aunque la ejecución directa por hardware del bytecode por un procesador Java también es 
posible. 
La implementación original y de referencia del compilador, la máquina virtual y las 
bibliotecas de clases de Java fueron desarrolladas por Sun Microsystems en 1995. Desde 
entonces, Sun ha controlado las especificaciones, el desarrollo y evolución del lenguaje a 
través del Java Community Process, si bien otros han desarrollado también implementaciones 
alternativas de estas tecnologías de Sun, algunas incluso bajo licencias de software libre. 
Entre noviembre de 2006 y mayo de 2007, Sun Microsystems liberó la mayor parte de 
sus tecnologías Java bajo la licencia GNU GPL, de acuerdo con las especificaciones del Java 
Community Process, de tal forma que prácticamente todo el Java de Sun es ahora software 
libre. 
El término Java fue acuñado en una cafetería frecuentada por algunos de los miembros 
del equipo. Pero no está claro si es un acrónimo o no, aunque algunas fuentes señalan que 
podría tratarse de las iniciales de sus creadores: James Gosling, Arthur Van Hoff, y Andy 
Bechtolsheim. Otros abogan por el siguiente acrónimo, Just Another Vague Acronym ("sólo 
otro acrónimo ambiguo más"). La hipótesis que más fuerza tiene es la que Java debe su 
nombre a un tipo de café disponible en la cafetería cercana, de ahí que el icono de java sea 
una taza de cafe caliente. Un pequeño signo que da fuerza a esta teoría es que los 4 primeros 
bytes (el número mágico) de los archivos .class que genera el compilador, son en hexadecimal, 
0xCAFEBABE.  
Una interesante característica, es su independencia respecto la plataforma de 
ejecución, significa que programas escritos en el lenguaje Java pueden ejecutarse igualmente 
en cualquier tipo de hardware. Este es el significado de ser capaz de escribir un programa una 




vez y que pueda ejecutarse en cualquier dispositivo, tal como reza el axioma de Java, ‘’’write 
once, run everywhere’’’. 
DECISIÓN 
Una vez decidido utilizar el paradigma OO la elección del lenguaje es el siguiente paso. 
Uno de los motivos, es el conocimiento del lenguaje. Se poseía experiencia en Java, adquirida 
en la realización de otros proyectos en la FIB. Por otro lado, Java nos aporta independencia de 
plataforma, hecho que era un requisito del Proyecto (cumple requisitos 15 a 17). 
VERSIÓN 
Versión del JDK (Java Development Kit): 1.6.0_18 
ALTERNATIVAS 
Java, C++, C#, PHP5, ActionScript, Smalltalk, JavaScript, ADA, etc. 
 
INTERFAZ: QT JAMBI  
 
DESCRIPCIÓN 
Se trata de un framework de desarrollo de interfaces de usuario (GUI) con base a las 
librerías de Qt. Incluye un API muy intuitivo en Java que provee las funcionalidades del API de 
C++. Las librerías son muy completas, tanto para aplicaciones Cliente como para aplicaciones 
Servidor. Actualmente posee licencia LGPL. 
Qt es la librería detrás de KDE y de aplicaciones como Google Earth y Skype y tiene más 
de 12 años en desarrollo, lo que resulta en una librería bastante estable y con una gran base 
de usuarios. La imagen siguiente se muestra la arquitectura de Qt: 






Qt Jambi aporta los siguientes beneficios: aumento de la eficiencia de desarrollo, 
libertad, flexibilidad y la seguridad que emana un framework ya probado. Se puede mezclar 
con AWT/Swing. 
















La comunicación entre objetos se base en “Signals y Slots”. Un objeto emite una señal 
(signal) cuando ocurre un evento. Esta señal está conectada a un método (slot) de otro objeto. 













public class HelloWorld 
{ 
    public static void main(String args[]) 
    { 
        QApplication.initialize(args); 
        QPushButton hello = new QPushButton("Hello World!"); 
        hello.resize(120, 40); 
        hello.setWindowTitle("Hello World"); 
        hello.show(); 
        QApplication.exec(); 
    } 
} 
 





Un punto importante es la gran versatilidad y potencia que ofrece Qt Jambi. Con esta 
tecnología se pueden conseguir GUI que cumplen los requisitos anteriormente descritos 
(requisitos 13 a 17).  
Otro punto a su favor es su sencillez frente a su principal alternativa (Swing). Para 
demostrar-lo mostramos el siguiente ejemplo, pintar un rectángulo: 
Swing Qt Jambi 
 
 
24 líneas de código 14 líneas de código 
 




Por tanto, un 41,6% menos de código usando Qt Jambi. Si se extrapola el ejemplo al 
Proyecto en concreto, el número de líneas de código ahorradas es considerable. 
VERSIÓN 
Qt Jambi 4.5.2_01Binary for Linux/X11 32-bit 
ALTERNATIVAS 
La principal alternativa se trata de las librerías nativas de Java AWT/Swing.  
 
DATOS: JAVA SERIALIZABLE 
 
DESCRIPCIÓN 
La serialización de un objeto consiste en obtener una secuencia de bytes que 
represente el estado de dicho objeto. Esta secuencia puede utilizarse de varias maneras 
(puede enviarse a través de la red, guardarse en un fichero para su uso posterior, utilizarse 
para recomponer el objeto original, etc.).  
El estado de un objeto viene dado, básicamente, por el estado de sus campos. Así, 
serializar un objeto consiste, básicamente, en guardar el estado de sus campos. Si el objeto a 
serializar tiene campos que a su vez son objetos, habrá que serializarlos primero. Éste es un 
proceso recursivo que implica la serialización de todo un grafo (en realidad, un árbol) de 
objetos. Además, también se almacena información relativa a dicho árbol, para poder llevar a 
cabo la reconstrucción del objeto serializado. 
Un objeto serializable es un objeto que se puede convertir en una secuencia de bytes. 
Para que un objeto sea serializable, debe implementar la interfaz java.io.Serializable. Esta 
interfaz no define ningún método. Simplemente se usa para marcar aquellas clases cuyas 




instancias pueden ser convertidas a secuencias de bytes (y posteriormente reconstruidas). 
Objetos tan comunes como String, Vector o ArrayList implementan Serializable, de modo que 
pueden ser serializados y reconstruidos más tarde. 
public class MiClase implements java.io.Serializable 
Además del propio objeto que va a ser serializado se debe usar un I/O Stream, es decir, 
una clase que implementa un flujo de entrada/salida. Para salvar objetos por medio de la 
serialización se debe crear una instancia de un ObjectOutputStream, el cual es una subclase de 
OutputStream. Como ejemplo, el siguiente código muestra cómo guardar un string serializado 
en un archivo: 
FileOutputStream file = new FileOutputStream(“str.out”); 
 
ObjectOutputStream out =  new ObjectOutputStream (file); 
 
out.writeObject(“Este string ha sido guardado”); 
 
DECISIÓN 
Es importante realizar una persistencia de los datos manejados por el aplicativo. Para 
dicha tarea existen alternativas, pero la serialización binaria se adapta perfectamente a los 
requisitos de la tecnología de comunicación RMI. Permite la reconstrucción de un objeto 
recuperado, por ejemplo, en la parte Cliente. La serialización permite almacenar los objetos en 
archivos, que se comuniquen por redes y que se usen en aplicaciones distribuidas.  
Otra posible forma de actuar sería la inclusión de una Base de Datos (BBDD). La 
determinación sobre si debe utilizar o no la I/O basada en archivos no es una decisión fácil. 
Generalmente es recomendable utilizar una BBDD cuando se maneja una gran cantidad de 
datos, ya que nos aporta una serie de beneficios: mejora la seguridad, mejora el 
mantenimiento de los datos y su accesibilidad. En cambio, en algunos casos concretos su uso 
conlleva unos inconvenientes a tener en cuenta: mayor complejidad, mayor tamaño y menores 




prestaciones (los Sistemas Gestores de Bases de Datos están escritos para ser más generales y 
ser útiles en muchas aplicaciones, lo que puede hacer que algunas de ellas no sean tan rápidas 
comparándolo con un sistema de ficheros propio). 
En este Proyecto no se tienen problemas de accesibilidad, todo el motor está 
construido en el mismo lenguaje (Java), por lo tanto no era imprescindible el uso de una BBDD. 
Al mismo tiempo, al crear un sistema de ficheros propio (se guardaran los objetos serializados), 
mejoramos el rendimiento de la aplicación.   
VERSIÓN 
Versión del JDK (Java Development Kit): 1.6.0_18 
ALTERNATIVAS 
Por un lado, se contempló la inclusión de una BBDD. Por el otro, como alternativa a la 
serialización binaria, existe la posibilidad de serializar los objetos como documentos XML. Se 
decidió utilizar la serialización binaria en contra de la XML por los conocimientos que se tenían 
hacia la primera, adquiridos en otros proyectos desarrollados en la FIB.   
 
COMUNICACIÓN CLIENTE-SERVIDOR: JAVA RMI 
 
DESCRIPCIÓN 
RMI (Java Remote Method Invocation) es un mecanismo ofrecido nativamente 
por Java para invocar un método de manera remota. Forma parte del entorno estándar de 
ejecución de Java y provee de un mecanismo simple para la comunicación de servidores en 
aplicaciones distribuidas basadas exclusivamente en Java. Si se requiere comunicación entre 
otras tecnologías debe utilizarse CORBA o SOAP en lugar de RMI. 




RMI se caracteriza por la facilidad de su uso en la programación por estar 
específicamente diseñado para Java; proporciona paso de objetos por referencia (no permitido 
por SOAP), recolección de basura distribuida (Garbage Collector distribuido) y paso de tipos 
arbitrarios (funcionalidad no provista por CORBA). 
Por medio de RMI, un programa Java puede exportar un objeto, lo que significa que 
éste queda accesible a través de la red y el programa permanece a la espera de peticiones en 
un puerto TCP. A partir de este momento, un cliente puede conectarse e invocar los métodos 
proporcionados por el objeto. 
La invocación se compone de los siguientes pasos: 
 Encapsulado (marshalling) de los parámetros (utilizando la funcionalidad de serialización de 
Java). 
 Invocación del método (del cliente sobre el servidor). El invocador se queda esperando una 
respuesta. 
 Al terminar la ejecución, el servidor serializa el valor de retorno (si lo hay) y lo envía al 
cliente. 
 El código cliente recibe la respuesta y continúa como si la invocación hubiera sido local. 
 
La arquitectura RMI puede verse como un modelo de cuatro capas. 
Primera capa  
La primera capa es la de aplicación y se corresponde con la implementación real de las 
aplicaciones cliente y servidor. Aquí tienen lugar las llamadas a alto nivel para acceder y 
exportar objetos remotos. Cualquier aplicación que quiera que sus métodos estén disponibles 
para su acceso por clientes remotos debe declarar dichos métodos en una interfaz que 
extienda java.rmi.Remote. Dicha interfaz se usa básicamente para "marcar" un objeto como 
remotamente accesible. Una vez que los métodos han sido implementados, el objeto debe ser 
exportado. Esto puede hacerse de forma implícita si el objeto extiende la clase 




UnicastRemoteObject (paquete java.rmi.server), o puede hacerse de forma explícita con una 
llamada al método exportObject() del mismo paquete. 
Segunda capa  
La capa 2 es la capa proxy, o capa stub-skeleton. Esta capa es la que interactúa directamente 
con la capa de aplicación. Todas las llamadas a objetos remotos y acciones junto con sus 
parámetros y retorno de objetos tienen lugar en esta capa. 
Tercera capa  
La capa 3 es la de referencia remota, y es responsable del manejo de la parte semántica de las 
invocaciones remotas. También es responsable de la gestión de la replicación de objetos y 
realización de tareas específicas de la implementación con los objetos remotos, como el 
establecimiento de las persistencias semánticas y estrategias adecuadas para la recuperación 
de conexiones perdidas. En esta capa se espera una conexión de tipo stream (stream-oriented 
connection) desde la capa de transporte. 
Cuarta Capa  
La capa 4 es la de transporte. Es la responsable de realizar las conexiones necesarias y manejo 
del transporte de los datos de una máquina a otra. El protocolo de transporte subyacente para 
RMI es JRMP (Java Remote Method Protocol), que solamente es "comprendido" por 
programas Java. 
Toda aplicación RMI normalmente se descompone en 2 partes: 
 Un Servidor, que crea algunos objetos remotos, crea referencias para hacerlos accesibles, y 
espera a que el cliente los invoque. 

















A continuación mostramos un ejemplo de implementación y funcionamiento para 
entender detalladamente los servicios ofrecidos por la tecnología RMI. Este ejemplo realiza 
una suma de dos enteros remotamente: 




public interface InterfaceRemota extends Remote { 
    public int suma (int a, int b) throws RemoteException;  
} 
 





public class ObjetoRemoto extends UnicastRemoteObject  
    implements InterfaceRemota 
{ 
    /** 
     * Construye una instancia de ObjetoRemoto 




     * @throws RemoteException 
     */ 
    public ObjetoRemoto () throws RemoteException 
    { 
        super(); 
    } 
 
    /** 
     * Obtiene la suma de los sumandos que le pasan y la devuelve. 
     */ 
    public int suma(int a, int b)  
    { 
     System.out.println ("Sumando " + a + " + " + b +"..."); 
        return a+b; 
    } 







public class Servidor  
{ 
     
    /** Crea nueva instancia de Servidor rmi */ 
    public Servidor() { 
        try  
        { 
        // Se publica el objeto remoto 
            InterfaceRemota objetoRemoto = new ObjetoRemoto(); 
            Naming.rebind ("//localhost/ObjetoRemoto", objetoRemoto); 
             
        } 
        catch (Exception e) 
        { 
            e.printStackTrace(); 
        } 




    } 
    public static void main(String[] args) { 
        new Servidor(); 





public class Cliente { 
 
    /** Crea nueva instancia de Cliente */ 
    public Cliente()  
    { 
        try 
        { 
            // Naming.lookup() obtiene el objeto remoto 
            InterfaceRemota objetoRemoto =  (InterfaceRemota)Naming.lookup("//localhost/ObjetoRemoto"); 
             
            // Se realiza la suma remota. 
            System.out.print ("2 + 3 = "); 
            System.out.println (objetoRemoto.suma(2,3)); 
        } 
        catch (Exception e) 
        { 
            e.printStackTrace(); 
        } 
    } 
    public static void main(String[] args) { 
        new Cliente(); 
    } 
     
} 
 




Una vez compilados los archivos (por el compilador de Java y el compilador de RMI) 
podemos ejecutar el ejemplo. Primero se ejecutaría el Servidor y posteriormente el Cliente. El 
Cliente visualizaría por pantalla el resultado de la suma ejecutada remotamente. 
DECISIÓN 
Sin duda, es casi obligatorio realizar una comparativa entre las tecnologías existentes 
debido a que, efectivamente, podemos elegir entre varias para implementar nuestras 
aplicaciones distribuidas. Numerosos artículos cubren esta discusión y prácticamente llegan a 
una misma conclusión: si nuestra aplicación distribuida se desarrolla totalmente en Java, es 
mejor utilizar RMI. 
Una de estas alternativas es CORBA. Aporta la ventaja que la parte Cliente y la parte 
Servidor pueden estar escritas en lenguajes distintos, con la gran flexibilidad de la que 
dotamos al sistema, pero en este Proyecto no sucede así. Por último, CORBA es una tecnología 
en desuso actualmente. 
Otra alternativa sería utilizar Web Services.  Esta solución sería más adecuada si la 
información a enviar por la red estuviera representada por documentos de texto o XML, y 
fuese de una enorme cantidad. Asimismo, sería una tecnología eficaz si el aplicativo basara la 
comunicación en Http. En cambio, en esta aplicación, se requiere una comunicación mediante 
objetos serializados, tal como se ha detallado anteriormente, ya que aporta mayor 
rendimiento al no tener que realizar procesos de conversión. El adoptar un formato basado en 
texto o XML repercute negativamente en el procesado. Además el aplicativo está concebido 
con la idea de ser ejecutado en el contexto de una oficina, o varias, según el caso. Web 
Services se utiliza para proporcionar un servicio a cualquier usuario de la red, con lo que el 
nivel de concurrencia podría ser mucho mayor. Por último, la comunicación con Web Services 
establece que los objetos transportados sean de unos tipos fijados (interfaz SOAP o XML-RPC), 
exactamente usando un tipo de mensaje predefinidos.  
Otro motivo para la elección es el conocimiento personal de RMI, ya que se han 
realizado prácticas empleando esta tecnología.   





Versión del JDK (Java Development Kit): 1.6.0_18 
ALTERNATIVAS 
CORBA, SOAP, XML-RPC, DCOM, Sockets. 
 
LIBRERÍA DE SONIDO: AUDIOSYSTEM 
 
DESCRIPCIÓN 
Se trata de una API (bajo nivel) predefinida en Java para la manipulación y 
reproducción de sonido. Ofrece el control sobre las capacidades que normalmente se desean 
sobre un archivo de audio. Acepta dos tipos de datos de audio: MIDI (Musical Instrument 
Digital Interface) y WAV (WAVeform Audio Format). 
Los componentes más importantes son la clase AudioSystem y el interfaz Clip: 
• AudioSystem 
o Proporciona métodos para realizar las conversiones de formato y métodos 
para trasladar el sonido a objetos Stream o File para el transporte, 
comunicación o almacenamiento. 
 
 





o Representa un tipo especial cuyos datos de audio pueden ser cargados antes 
de la reproducción. Permite establecer una posición para empezar a 
reproducir un archivo. 






public class ReproduceAudio { 
     
public static void main(String[] args){  
       
try{  
        
Clip sonido = AudioSystem.getClip();            
sonido.open(AudioSystem.getAudioInputStream(new File("bip.wav")));             
sonido.start();            
while (sonido.isRunning()) Thread.sleep(1000);            
sonido.close();         
}  
 
catch (Exception e){             
System.out.println(" " + e);        










La librería será utilizada para reproducir el sonido que actúa como avisador de la 
llegada de una parada. 
Existían otras opciones, pero esta destacaba por su sencillez y fiabilidad,  al estar 
incorporada de manera nativa en Java. 
VERSIÓN 
Versión del JDK (Java Development Kit): 1.6.0_18 
ALTERNATIVAS 
 JLayer, es una potente librería desarrollada para manipular audio (incluso mp3) en 
Java, posee muchas más funcionalidades, pero es más complejo su manejo. 
 
MODELADO UML: EUML2  
 
DESCRIPCIÓN 
Se trata de un plugin o extensión para algunos IDE’s de desarrollo de programario. 















Principalmente el motivo de esta elección es su alto nivel de integración con el IDE de 
desarrollo (Eclipse). La versión utilizada es muy estable y las opciones que nos ofrece el plugin 
muy variadas: diagramas de clases, diagramas de secuencia y diagramas de actores. 
Justamente todas las funcionalidades requeridas para realizar un buen trabajo de 
especificación. 
VERSIÓN 
eUML2 Free/Studion Edition 3.2.1.20090219 
ALTERNATIVAS 
 Existen varias alternativas para realizar el modelado UML. Por ejemplo software 
RationalRose (propiedad de IBM y de pago) o ArgoUML(con licencia BSD pero ligeramente 








IDE DESARROLLO: ECPLISE + PLUGINS 
 
DESCRIPCIÓN 
Eclipse es un entorno de desarrollo integrado de código abierto multiplataforma para 
desarrollar lo que el proyecto llama "Aplicaciones de Cliente Enriquecido", opuesto a las 
aplicaciones "Cliente-liviano" basadas en navegadores. Esta plataforma, típicamente ha sido 
usada para desarrollar entornos de desarrollo integrados (del inglés IDE), como el IDE 
de Java llamado Java Development Toolkit (JDT) y el compilador (ECJ) que se entrega como 
parte de Eclipse (y que son usados también para desarrollar el mismo Eclipse). Sin embargo, 
también se puede usar para otros tipos de aplicaciones cliente, como BitTorrent o Azureus. 
Un IDE es un entorno de programación que ha sido empaquetado como un programa 
de aplicación, es decir, consiste en un editor de código, un compilador, un depurador y un 
constructor de interfaz gráfica (GUI). Los IDE’s pueden ser aplicaciones por sí solas o pueden 
ser parte de aplicaciones existentes. 
Eclipse es también una comunidad de usuarios, extendiendo constantemente las áreas 
de aplicación cubiertas. Un ejemplo es el recientemente creado Eclipse Modeling Project, 
cubriendo casi todas las áreas de Model Driven Engineering. 
Eclipse fue desarrollado originalmente por IBM como el sucesor de su familia de 
herramientas para VisualAge. Eclipse es ahora desarrollado por la Fundación Eclipse, una 
organización independiente sin ánimo de lucro que fomenta una comunidad de código abierto 
y un conjunto de productos complementarios, capacidades y servicios. 
Eclipse dispone de un Editor de texto con resaltado de sintaxis. La compilación es en 
tiempo real. Tiene pruebas unitarias con JUnit, control de versiones con CVS, integración 
con Ant, asistentes (wizards) para creación de proyectos, clases, tests, etc., y refactorización. 
Asimismo, a través de "plugins" libremente disponibles es posible añadir control de 
versiones con Subversion e integración con Hibernate. Además de muchas otras 
funcionalidades que también se pueden agregar mediante extensiones. En este Proyecto se 
han utilizado los siguientes plugins: 




• Qt Jambi: Para el desarrollo de la GUI. 
• eUML2: Para el desarrollo de la especificación del sistema. 
DECISIÓN 
Existen principalmente dos motivos para la elección de Eclipse. Por un lado, la 
compatibilidad y rendimiento de los plugins (QtJambi y eUML2) utilizados. Por el otro lado, el 
conocimiento y la múltiple experiencia adquirida desarrollando otros proyectos con el IDE 
Eclipse. 
VERSIÓN 
Eclipse SDK 3.4.2 Ganymede Build id: M20090211-1700 
ALTERNATIVAS 
La alternativa por antonomasia es NetBeans. Se descartó su elección por 
incompatibilidades con los plugins necesarios. 











ARQUITECTURA DEL SISTEMA 
La decisión de qué software y qué hardware se utilizará es fundamental. Deberá 
seleccionarse de acuerdo a las expectativas de crecimiento y a los servicios que se quieren 
ofrecer, tratando de apegarse a los estándares del sector y a las tendencias en los sistemas y 
servicios de información. 
La definición arquitectónica de un sistema ofrece, a simple vista, todos los 
componentes que interactúan en el aplicativo y su estructura, así como la tecnología utilizada.  
Las funciones de un arquitecto de sistemas deberían ser, desde una perspectiva 
general, las siguientes: 
• Servir de interfaz con los usuarios y patrocinadores, así como cualquier otro que está 
involucrado en determinar sus necesidades. 
• Generar los niveles más altos de requisitos del sistema, basados en las necesidades del 
usuario, así como, algunas otras limitantes tales como costos y tiempos. 
• Asegurarse de que este alto conjunto de requisitos 
sea consistente, completo, correcto, y operacional. 
• Llevar a cabo análisis costo-beneficio para determinar que costos se cumplen mejor ya 
sea manualmente, por software o con hardware; maximizando así los componentes ya 
desarrollados o los comerciales. 
• Desarrollar algoritmos de particionado (y otros procesos) para economizar los 
requisitos en particiones discretas de manera que se necesite un mínimo 
de comunicación entre las particiones y los usuarios con el sistema. 
• Particionar grandes sistemas en (capas sucesivas de) subsistemas y componentes los 
cuales puedan ser manipulados por un solo ingeniero, equipo de ingenieros o 
arquitectos subordinados. 
• Asegurar que se alcance el máximo de robustez de arquitectura. 




• Generar una serie de requisitos de pruebas de aceptación, las cuales junto con 
los diseñadores, ingenieros de pruebas, y el usuario determinen si se han cumplido los 
requisitos, especialmente para las interfaces de usuario. 
• Generar modelos, guías de usuario y prototipos que mantengan en acuerdo y al 
corriente a los ingenieros con los usuarios. 
 
ARQUITECTURA EN CAPAS 
Generalmente, no es necesario inventar una nueva arquitectura de software para cada 
sistema de información. Lo habitual es adoptar una arquitectura conocida en función de sus 
ventajas e inconvenientes para cada caso en concreto. Así, las arquitecturas más universales 
son: 
Arquitectura Descripción 
Monolítica El software se estructura en grupos funcionales 
muy acoplados. 
Cliente-Servidor El software reparte su carga de cómputo en dos 
partes independientes pero sin reparto claro de 
funciones. 
Arquitectura en 3 capas Especialización de la arquitectura cliente-servidor 
donde la carga se divide en tres partes (o capas) 
con un reparto claro de funciones: una capa para la 
presentación (interfaz de usuario), otra para el 
cálculo (donde se encuentra modelado el negocio) 
y otra para el almacenamiento (persistencia). Una 
capa solamente tiene relación con la siguiente. 
 




La aplicación que nos ocupa se base en la Arquitectura en tres capas. La ventaja 
principal de este estilo es que el desarrollo se puede llevar a cabo en varios niveles y, en caso 
de que sobrevenga algún cambio, sólo se ataca al nivel requerido sin tener que revisar entre 
código mezclado. Cada capa posee unas responsabilidades: 
Capa Descripción 
Presentación Es la que ve el usuario (también se la denomina "capa de usuario"), 
presenta el sistema al usuario, le comunica la información y 
captura la información del usuario en un mínimo de proceso 
(realiza un filtrado previo para comprobar que no hay errores de 
formato). Esta capa se comunica únicamente con la capa de 
negocio. También es conocida como interfaz gráfica y debe tener la 
característica de ser intuitiva para el usuario. 
Negocio Es donde residen los programas que se ejecutan, se reciben las 
peticiones del usuario y se envían las respuestas tras el proceso. Se 
denomina capa de negocio (e incluso de lógica del negocio) porque 
es aquí donde se establecen todas las reglas que deben cumplirse. 
Esta capa se comunica con la capa de presentación, para recibir las 
solicitudes y presentar los resultados, y con la capa de datos, para 
solicitar al gestor de base de datos para almacenar o recuperar 
datos de él. También se consideran aquí los programas de 
aplicación. 
Datos Es donde residen los datos y es la encargada de acceder a los 
mismos. Está formada por uno o más gestores de bases de datos 
que realizan todo el almacenamiento de datos, reciben solicitudes 
de almacenamiento o recuperación de información desde la capa 
de negocio. 
 




No hay que confundir las capas con los niveles. La distribución en capas hace 
referencia a la división de responsabilidades del programa, desde el punto de vista lógico. En 
cambio, el término "nivel" corresponde a la forma en que las capas lógicas se encuentran 
distribuidas de forma física. 
Un ejemplo de arquitectura en 3 capas y 3 niveles se puede representar de la siguiente 
forma: 
 
En este Proyecto se ha decidido utilizar una arquitectura en 3 capas y 2 niveles, 
centralizando la capa de datos y la de negocio en un mismo componente físico: 


























DIAGRAMA DE ARQUITECTURA 











METODOLOGÍA: UML  
Lenguaje Unificado de Modelado (UML, por sus siglas en inglés, Unified 
Modeling Language) es el lenguaje de modelado de sistemas 
de software más conocido y utilizado en la actualidad; está respaldado por 
el OMG (Object Management Group). Es un lenguaje gráfico para visualizar, especificar, 
construir y documentar un sistema. UML ofrece un estándar para describir un "plano" del 
sistema (modelo), incluyendo aspectos conceptuales tales como procesos de negocio y 




funciones del sistema, y aspectos concretos como expresiones de lenguajes de programación, 












Es importante resaltar que UML es un "lenguaje de modelado" para especificar o para 
describir métodos o procesos. Se utiliza para definir un sistema, para detallar los artefactos en 
el sistema y para documentar y construir. En otras palabras, es el lenguaje en el que está 
descrito el modelo. 
La utilización de UML proporciona una ayuda inestimable en la comunicación entre los 
participantes de un proyecto, además de proporcionar una semántica suficientemente 
enriquecida para capturar todas las decisiones estratégicas, y proporcionar una notación 
robusta qua va del análisis al diseño. 
La notación UML fue propuesta por Rational Software Corporation y estandarizada por 
el Object Management Group (OMG). Es el resultado del esfuerzo de sus creadores por unificar 
las metodologías: OMT, Booch y OOSE. 




UML implementa la versión 2.0 actualmente, y existen varios tipos de diagramas 














En esta sección se incluye una detallada especificación del sistema. Es decir, se 
describen las entidades y actores que interactúan con el sistema.  
 
La sección de divide principalmente en tres partes:  
 
• Casos de Uso (CU): Especificación. 
• Modelo lógico: Diagrama clases. 
• Modelo comportamiento: Diagramas de secuencia. 




MODELO CASOS DE USO 
Se quiere describir los servicios del sistema como secuencia de acontecimientos que 
realizan los actores que usan el sistema para llevar a cabo un proceso que tiene un valor para 
ellos.  
CATEGORÍAS USUARIOS 
Los usuarios potenciales del Proyecto es todo el público en general, pero podemos 
clasificar-los en principalmente dos grupos. 
Por un lado tenemos los usuarios que utilizaran la aplicación para gestionar sus 
tiempos de uso. En el otro lado, se considera el usuario que actuará como el experto en la 
materia, realizará el seguimiento de los usuarios y poseerá el poder de la edición de nuevos 








DIAGRAMA CASOS DE USO 
El diagrama de Casos de Uso forma parte de la clasificación de diagramas UML según la 
vista estática. Representa la funcionalidad de un sistema y su interacción con el exterior. 
Sus propósitos son: 
• Especificar el contexto de un sistema. 
• Capturar los requisitos de un sistema. 
• Conducir la implementación y generar los casos de prueba. 
En un diagrama de Casos de Uso intervienen dos elementos principales: 
• Actor: Es alguien o alguna cosa que interactúa con el sistema. 
• Casos de Uso (CU): Denota una operación o unidad funcional que ha de 
proveer el sistema. 
Pueden aparecer otros elementos, los cuales intervienen entre los CU: 
• Relación <<include>>: relación de un CU base con CU adicional, en la cual la 
conducta definida por el CU base incluye la conducta del CU adicional. 
• Relación <<extend>>: un CU base define puntos de extensión que pueden ser 
refinados de diversas formas per CU’s adicionales. 
 
 














 El diagrama muestra tres actores, los dos usuarios categorizados anteriormente y el 
actor Sistema, que representa el disparador inicial de la aplicación y conlleva la carga de los 
datos necesarios. Además, el actor Sistema se ha incluido dentro del ámbito del sistema, 









DESCRIPCIÓN Y FLUJOS DE LOS CASOS DE USO 
Un CU es un conjunto de escenarios relacionados que describen la manera en que los 
actores interactúan con el sistema. Este conjunto son los denominados flujos de un CU. A 
continuación detallamos los flujos de cada CU. 




Alta Usuario Un Cliente se registra en el Sistema. 
Consultar Información Un Usuario consulta su información. 
Consultar Usuarios El Experto consulta los usuarios del sistema. 
Consultar Usuarios Conectados El Experto consulta los usuarios conectados 
actualmente. 
Login El Usuario se conecta al sistema. 
Inicializar Cliente Obtención del objeto distribuido que guarda 
el estado del Sistema 
 




Nuevo Registro Diario El Sistema crea el registro diario 
perteneciente a un Cliente conectado. 
Actualizar Registro El Sistema actualiza la información de un 
registro. 
Consultar Registro Un usuario consulta la información 
almacenada de un día en concreto. 
 




Alta Ejercicio El Sistema crea un nuevo ejercicio. 
Modificar Ejercicio El Sistema actualiza la información de un 
ejercicio modificado. 
Vista Previa Ejercicio El Sistema consulta los datos pertenecientes 




a un ejercicio existente. 
 




Añadir Ejercicio El Cliente añade un ejercicio a su lista de 
ejercicios. 
Eliminar Ejercicio El Cliente elimina un ejercicio a su lista de 
ejercicios. 
Vista Tanda Ejercicios El Sistema muestra una tanda de ejercicios (la 
lista de ejercicios del Cliente) durante una 
parada. 
 




Visualizar Modo Ventana El Cliente visualizará la aplicación como una 
ventana más en su escritorio personal.  
Visualizar Modo Widget El Cliente visualizará la aplicación como un 
icono en la barra de herramientas de su 
escritorio personal. 
 




Marcar/Desmarcar Audio El Cliente activa/desactiva el aviso audio.  
Marcar/Desmarcar Pop-up El Cliente activa/desactiva el aviso mediante 
un pop-up. 
Marcar/Desmarcar Globo El Cliente activa/desactiva el aviso mediante 













Configuración MiniBreak El Cliente configura el intervalo entre 
MiniBreaks y la duración éste.  
Configuración Descanso El Cliente configura el intervalo entre 
Descansos y la duración éste.  
 




Envío Mensaje El Cliente envía un mensaje al Experto.  
 




Configuración Datos Oficina El Experto configura algunos aspectos acerca 
de la oficina: hora de entrada y horas totales 
al día.  
 




Inicializar Sistema El Sistema inicializa la aplicación. Realiza el 
registro del objeto distribuido y carga la 
información necesaria. 
 




Revisión Descanso El Sistema verifica que un Cliente cumple la 













Actualizar Datos El Sistema actualiza la información dinámica 
de cada Usuario. La actualización se realiza 
cada minuto excepto cuando surja un evento 
que implique una actualización inmediata. 
 
ESPECIFICACIÓN CASOS DE USO 
Un CU es un conjunto de escenarios relacionados que describen de que manera los 
actores usan el sistema para conseguir un determinado objetivo.  
A continuación se muestra la descripción de los flujos más interesantes de los CU más 
prioritarios. Esta descripción se realiza mediante el curso típico de acontecimientos. 
El curso típico de acontecimiento captura el comportamiento de un CU, en este caso 
de un flujo de un CU, mostrando la colaboración entre los objetos y las comunicaciones que se 
producen entre ellos.  
CU: Gestión Usuarios 







1. Un Cliente nuevo se registra en el 
sistema. 
2. El Sistema valida que los campos de 
entrada sean correctos. 
3. Si los datos son válidos, crea un nuevo 
Usuario.  
3.1. Éste se almacena en su ruta en el 
árbol de directorios del disco duro 
como un objeto serializado.  
3.2. Se inicializa toda la información del 
nuevo Usuario. 
4. Si los datos de entrada no son válidos, se 
muestra el mensaje de error pertinente.  














1. Un Cliente registrado en el Sistema se 
conecta. 
2. El Sistema comprueba que el nick 
coincida con la contraseña introducida, 
después de probar que se trata de un 
Usuario existente en el Sistema. 
3. Si los datos no son válidos, se muestra un 
mensaje de error. 
4. Si el matching es válido, se reconoce 
como conectado al Sistema. 
4.1. Se recupera el registro diario si éste 
ya existe. 
4.2. Si es su primera conexión del día, se 
crea un nuevo registro. 




CU: Gestión Registro 







1. El Sistema emite un evento de 
actualización de registro cada minuto. 
2. Cuando el Sistema recibe el evento se 
actualizan los contadores que gestionan 
las paradas. 
2.1. Minutos restantes para el siguiente 
MiniBreak. 
2.2. Minutos restantes para siguiente 
Descanso. 
3. Se refresca la información mostrada en la 
pantalla principal y en el icono 
representativo. 
4. Si se trata de una parada (minRestantes 
== 0): 
4.1. Se crea un objeto con la información 
de la parada actual y éste se añade 
al registro del Usuario que ha 




provocado el evento. 




CU: Gestión Ejercicios 







1. El Experto se dispone a crear un nuevo 
ejercicio. Hace “click” en el botón de 
edición. 
3.  El Experto rellena todos los campos que 
crea oportunos. 
2. El Sistema abre una nueva ventana con el 
editor de ejercicios. Esta ventana 
contiene todos los campos necesarios 
para construir un ejercicio.  
4. Se crea un nuevo ejercicio, siempre que 
el nombre identificativo del ejercicio no 
exista ya en el Sistema. 
5. Se almacena el ejercicio en el disco duro. 
6. Se actualiza la lista de ejercicios 
disponibles. 
7. Se vuele a renderizar la vista con la lista 




CU: Lista Ejercicios 







1. El Sistema abre una nueva ventana con la 
tanda de ejercicios configurada 
previamente por el Usuario cuando éste 
se encuentra en una parada, siempre que 
tenga activada esta opción. 
 
2. El Sistema accede a la lista de ejercicios 
del Usuario en cuestión y a la duración 
por ejercicio determinado por el Usuario. 
3. El Sistema avanza al siguiente ejercicio 
según el tiempo (duración) establecido 
para cada ejercicio. 
4. Durante el visionado de un ejercicio el 
Sistema va mostrando las diferentes 
imágenes contenidas por el ejercicio en 










CU: Modo Visualización 







1. El Cliente pulsa, con el botón derecho del 
ratón, sobre el icono del Sistema.  
3. El Cliente selecciona la opción Hide. 
 
2. El Sistema muestra una lista de acciones 
disponible en cuanto al modo de 
visualización. 
4. El Sistema se visualizará únicamente 
como un icono en la barra de 
herramientas. La vista principal del 
Usuario queda oculta.   
 
 
CU: Configuración Paradas 







1. El Cliente configura los minutos entre 
descansos y la duración de estos 
mediante la interfaz.  
 
2. El Sistema actualiza su estado para el 
Usuario en concreto. 
3. El Sistema almacena los nuevos datos del 
Usuario en el disco duro. 
4. El próximo descanso seguirá las pautas de 
la última actualización. 
 
CU: Inicializar Sistema 







1. El Sistema activa una carga de la 
aplicación. 
 
2. Se registra la IP y el puerto donde 
podremos acceder al servicio ofrecido 
por el objeto distribuido. 
3. Se recuperan del disco duro todos los 
datos necesarios: 
3.1. Configuración oficina. 
3.2. Usuarios del Sistema. 
3.3. Ejercicios existentes. 
4. Se inicializan los componentes de la vista 
de la parte Servidor. 
5. Se abre la vista correspondiente al 








CU: Revisión Descanso 







1. El Sistema se dispone a revisar el 
cumplimiento de la parada activa. 
 
2. El sistema controla el movimiento del 
ratón (por tiempo de movimiento) y las 
pulsaciones de teclado. 
3. Si el Usuario, durante los minutos de una 
parada, supera el umbral de movimiento 
de ratón o pulsa una tecla del teclado, la 
parada activa se considera no cumplida. 
4. En función del tipo de aviso seleccionado, 
el Usuario recibirá la advertencia: 
4.1. Mediante un pop-up. 





El modelo lógico se usa en el UML para modelar los elementos estructurales estáticos. 
Captura y define los objetos, entidades y bloques de construcción de un sistema. Las clases son 
los moldes genéricos a partir de los que se crean los objetos en tiempo de ejecución del 
sistema. Los componentes se construyen a partir de las clases. Las clases (y las interfaces) son 
los elementos de diseño que corresponden a los artefactos de software codificados o 
desarrollados. 
Un modelo lógico es una vista estática de los objetos y las clases que cubren el espacio 
de análisis y diseño. Típicamente, un modelo de dominio es una vista más pobre, de alto nivel 
de los objetos de negocio y de las entidades, mientras que el modelo de clases es un modelo 
más riguroso y enfocado al diseño. Esta discusión describe principalmente el modelo de clases. 




DIAGRAMA DE CLASES 
Un diagrama de clases es un tipo de diagrama estático que describe la estructura de un 
sistema mostrando sus clases, atributos y las relaciones entre ellos. Los diagramas de clases 
son utilizados durante el proceso de análisis y diseño de los sistemas, donde se crea el diseño 
conceptual de la información que se manejará en el sistema, y los componentes que se 
encargaran del funcionamiento y la relación entre uno y otro.  
Principalmente se compone de: 
• Propiedades también llamados atributos o características, son valores que 
corresponden a un objeto, como color, material, cantidad, ubicación. 
Generalmente se conoce como la información detallada del objeto. 
Suponiendo que el objeto es una puerta, sus propiedades serían: la marca, 
tamaño, color y peso. 
• Operaciones comúnmente llamados métodos, son aquellas actividades o 
verbos que se pueden realizar con/para este objeto, como por ejemplo abrir, 
cerrar, buscar, cancelar, etc.  
• Interfaz es un conjunto de operaciones que permiten a un objeto comportarse 
de cierta manera, por lo que define los requerimientos mínimos del objeto.  
• Herencia se define como la reutilización de un objeto padre ya definido para 
poder extender la funcionalidad en un objeto hijo. Los objetos hijos heredan 
todas las operaciones y/o propiedades de un objeto padre.  
A continuación se muestran las clases pertenecientes a cada parte del diseño en tres 
capas del proyecto: Presentación, Negocio y Datos. 
 


















































MODELO DE COMPORTAMIENTO 
El Modelo de Comportamiento del sistema explica el modelaje de los aspectos 
dinámicos de un sistema, cosa que implica modelar instancias concretas de clases de interfaz, 
componentes y nodos, conjuntamente con los mensajes enviados entre ellos, todo en el 












DIAGRAMAS DE SECUENCIA 
Los diagramas de secuencia forman parte de la categorización de diagramas UML 
según la vista dinámica. Un diagrama de secuencia muestra la interacción entre los objetos del 
sistema a través del tiempo. Para un CU se pueden realizar uno o más diagramas de secuencia; 
cada uno de ellos define un camino posible. 
Los principales propósitos de un diagrama de secuencia son: 
• Mostrar la secuencia de acontecimientos entre los actores y el sistema. 
• Permitir identificar las operaciones del sistema. 




































































































































































































En la fase de Diseño modelamos el Sistema basándonos ya en la arquitectura (lenguaje 
programación, plataforma, topología, etc.) y considerando todos los requisitos no funcionales. 
Los propósitos principales del Diseño son: 
• Adquirir un conocimiento en profundidad de los requisitos no funcionales y 
restricciones relativas al lenguaje de programación, reutilización de 
componentes, sistemas operativos, tecnologías de distribución y de interfaces 
de usuario. 
• Modelar el sistema basándonos en el lenguaje de programación, topología, 
etc. y considerando la lista de requisitos no funcionales. 
• Ser capaces de descomponer el trabajo de implementación en piezas más 
manejables y gestionables. 
• Crear una abstracción de la implementación del sistema, ya que la 
implementación es un refinamiento directo del diseño. Esto permite el uso de 




Para que el Diseño sea efectivo es muy aconsejable emplear Patrones de Diseño. Este 
Proyecto ha sido diseñado bajo la filosofía  del patrón Modelo-Vista-Controlador (MVC). 




Modelo Vista Controlador (MVC) es un estilo de arquitectura de software que separa 
los datos de una aplicación, la interfaz de usuario, y la lógica de control en 
tres componentes distintos. El estilo de llamada y retorno MVC (según CMU), se ve 
frecuentemente en aplicaciones web, donde la vista es la página HTML y el código que provee 
de datos dinámicos a la página. El modelo es el Sistema de Gestión de Base de Datos y 
la Lógica de negocio, y el controlador es el responsable de recibir los eventos de entrada desde 
la vista. 
• Modelo: Esta es la representación específica de la información con la cual el 
sistema opera. En resumen, el modelo se limita a lo relativo de la vista y 
su controlador facilitando las presentaciones visuales complejas. El sistema 
también puede operar con más datos no relativos a la presentación, haciendo uso 
integrado de otras lógicas de negocio y de datos afines con el sistema modelado. 
o Capa Datos (objetos serializados en disco duro)                      + Capa Negocio 
(estado objetos distribuidos)  
• Vista: Este presenta el modelo en un formato adecuado para interactuar, 
usualmente la interfaz de usuario. 
o Capa Presentación (vistas y controladores vistas) 
• Controlador: Este responde a eventos, usualmente acciones del usuario, e invoca 
peticiones al modelo y, probablemente, a la vista. 
o Capa Presentación  (controladores vistas)                                + Capa Negocio  
Esta arquitectura ofrece varias ventajas clave en el desarrollo de aplicaciones web. Una 
de las más destacadas es la siguiente: la separación clara de la lógica de negocio y la vista 
permite la reusabilidad del modelo. 
Un diagrama sencillo que muestra la relación entre el Modelo, la Vista y el 
Controlador.  






 La aplicación está formada por diferentes tecnologías, que se sincronizan y se 
comunican continuamente con el fin de asumir los objetivos de la funcionalidades que 
implementa. Cada tecnología posee un papel claramente definido en la aplicación, y además, 
la división de responsabilidades (arquitectura en tres capas) se adapta al patrón MVC.  Por eso, 
se decidió aplicar esta arquitectura de software, aunque de forma relajada, por algunas 
restricciones de la tecnología usada. Por ejemplo, en Qt Jambi, cada vista se compone de dos 
clases, una .jui y otra .java. Algunos elementos de la vista, de la clase .jui, se definen mediante 
el controlador de la vista, la correspondiente clase .java. Por eso el componente Controlador, 
típicamente formado por los controladores del dominio, en este caso posee controladores de 
la capa de presentación. 
Aunque se pueden encontrar diferentes implementaciones de MVC, el flujo genérico que 
sigue el control del aplicativo es el siguiente: 
1. El usuario interactúa con la GUI, las vistas construidas con Qt Jambi, de alguna forma 
(por ejemplo, el usuario pulsa un botón). 




2. El controlador recibe (por parte de los controladores de las vistas) la notificación de la 
acción solicitada por el usuario. El controlador recibe los eventos de los objetos 
distribuidos utilizando la interfaz de RMI. 
3. El controlador accede al modelo, actualizando el estado de los objetos distribuidos 
RMI y almacenando los cambios en el disco duro mediante la serialización de objetos 
(Java Serializable), normalmente modificándolo de forma adecuada a la acción 
solicitada por el usuario (por ejemplo, el controlador actualiza la lista de ejercicios de 
un Cliente).  
4. El controlador delega a los objetos de la vista la tarea de desplegar la interfaz de 
usuario. La vista obtiene sus datos del modelo para generar la interfaz apropiada para 
el usuario donde se refleja los cambios en el modelo (por ejemplo, produce un 
registro del contenido de las variables necesarias). El modelo no debe tener 
conocimiento directo sobre la vista. Un objeto vista puede registrarse con el modelo y 
esperar a los cambios, pero aun así el modelo en sí mismo sigue sin saber nada de la 
vista. El controlador no pasa objetos de dominio (el modelo) a la vista aunque puede 
dar la orden a la vista para que se actualice. Cada minuto el controlador lanza un 
evento de actualización. 












DISEÑO DE LA INTERFAZ DE USUARIO (GUI) 
En este apartado se muestran las diferentes interfaces diseñadas. En los casos que se 
crea oportuno se realizará una descripción de los elementos clave de la vista.  
Logo 
La aplicación ha sido denominada SecureAtWork (SAW). El logo se usará, aparte de 
















GUI Parte Servidor 
La GUI del Servidor está compuesta  por 4 opciones principales: 










• Configurar Oficina: En este punto podemos configurar algunas opciones acerca 
de la oficina en la cual se ejecutará la aplicación. Estos datos se utilizan para 
crear datos estadísticos. Se puede entender aquí que oficina es sinónimo de 
lugar de trabajo en donde se utilizará SAW. 




• Usuarios: Aquí se categoriza la información correspondiente a los Clientes del 
Sistema. Se puede consultar la información perteneciente al Cliente 
seleccionado, o su registro. Existen dos opciones:  
o Usuarios del Sistema: Clientes que se han registrado en el Sistema. 
o Usuarios Conectados Actualmente: Clientes que están utilizando el 









• Ejercicios: Este apartado corresponde con el editor de ejercicios. Se permite la 
creación de nuevos ejercicios, la modificación de los existentes y la pre-



















GUI Parte Cliente 
La GUI del Cliente está compuesta básicamente por dos interfaces: 
• Vista Inicial: La GUI que permite la creación de nuevos Clientes y la conexión al 
Sistema. Para realizar la conexión se debe especificar la dirección ip y el puerto 






























Si visualizamos SAW en Modo Widget, el resultado obtenido, en un entorno Ubuntu, 
es el siguiente. Si se arrastra el puntero del ratón encima del icono, el Sistema muestra los 
minutos restantes hasta los siguientes eventos.  
 
 







Este gráfico es dibujado en tiempo real (por minuto). Cada minuto se actualiza la 
información del Sistema y el gráfico se redibuja automáticamente. 
Un aspecto importante es la configuración de la lista de ejercicios de cada Cliente. 
Mediante la siguiente GUI se asume dicho requisito.   
 
 
























Durante la realización de una parada el Sistema lanza una tanda de ejercicios, esta 











La barra de progreso amarilla representa la duración total de la parada. La barra azul, 








GUI Compartida  
Tanto el Servidor como el Cliente pueden acceder (el Cliente, únicamente al propio) al 



















En esta sección se quiere describir la implementación de las partes más destacables de 
la aplicación. Para abordar esta tarea se dividirá la explicación en dos partes, pertenecientes a 
las dos directrices de una aplicación web, Servidor y Cliente. Se mostraran fragmentos de 
código acompañados de los comentarios pertinentes en caso que sea necesario remarcar 
algún aspecto. Si en algún momento aparece un método interesante, se explicará 
seguidamente su funcionamiento. 
 
SISTEMA DIRECTORIOS  
Como ya se ha explicado anteriormente la persistencia de los datos se realiza mediante 
la serialización de objetos. Estos objetos se almacenan en el disco duro. Para realizar la gestión 
de dichos objetos se ha creado un Sistema de Directorios. Además este sistema de archivos 

































Inicialización Servidor  
Cada vez que se ejecuta el Servidor, se debe, principalmente, crear el objeto 
distribuido y registrar-lo en la red para que sea accesible. 
 









El método creador de EstadoServerImpl realiza la carga de datos almacenados en disco 
duro perteneciente al Modelo. Inicializa las estructuras de datos y abre la vista del Servidor. 
 










 Las operaciones que realizan la carga, recuperación de datos, de disco duro, funcionan 
de la siguiente forma: se crea un objeto de que representa el directorio a analizar y para cada 





Gestión Datos Disco Duro  
Básicamente representa al componente Modelo de MVC. Gestiona las rutas de 






Se compone principalmente de dos métodos: 














Existe una variante del método de guardar, utilizado la primera vez que se crea un 
usuario. La diferencia principal es la creación del directorio del usuario y del directorio donde 














Inicialización GUI Servidor  
La función creadora de VistaServidorImpl se encarga de organizar la GUI de la parte 









• QListWidget (contentsWidget): Lista para organizar la barra lateral. Gestiona la 



































• QStackedWidget (pagesWidget): Contenedor de widgets relacionado con los 









Hay que gestionar 4 widgets, uno por cada opción de la barra lateral y que referencian 
el contenido a visualizar en función de la opción seleccionada.  El repintado se realiza con el 
siguiente slot (slot es el método ejecutado cuando se produce un evento denominado signal): 
 
  A continuación se explicarán los widgets referentes a los Usuarios y a los Ejercicios (los 
dos más complejos) para ver en detalle cómo se realiza la gestión de estos widgets del 
contenedor.  
 




Widget Usuarios  












Una parte de la información se actualiza constantemente según los datos del Modelo 
de MVC. En este caso, los usuarios conectados al Sistema es un parámetro muy variable, pero 
la información en la vista debe ser congruente con el Modelo. Esta acción se realiza de la 
siguiente manera: se crea un QTimer con el que lanzamos un evento cada cierto tiempo (cada 
minuto en este caso) de actualización: 






Entonces cada minuto, se emite la señal timeout y se ejecuta el slot actualizarDatos(). 







Como se puede observar, el Usuario (Experto, en este caso) tiene acceso al Registro de 
cada Cliente. Esta funcionalidad se expondrá detalladamente en apartados posteriores 
(Implementación Parte Cliente). 
 
Widget Ejercicios  
La configuración del widget referente a los Ejercicios se efectúa de la siguiente manera: 
 
 








La variable list es del tipo QListWidget y nos permite listar otros widgets (la 
representación de los Ejercicios). Para cada Ejercicio existente en el Sistema se crea un 
elemento del tipo QListWidgetItem para introducirlo en la lista. Un Ejercicio queda 














Si un Cliente hace click en el botón de Vista Previa se abre una nueva ventana con la 
información relativa al Ejercicio seleccionado en ese instante en la lista. A continuación se 
muestran los detalles más significativos de la implementación de esta vista: 




















Creación Nuevo Usuario  









 Durante la creación de esta vista inicial, el Controlador recupera el objeto remoto que 
contiene el estado del Modelo: 
  
 




 El Cliente rellena el formulario y hace click en el botón . El Controlador 
recibe el evento y delega la operación al Modelo. Este se encarga de actualizar los datos y 
realiza la persistencia de la información. Previamente se realiza la validación del formulario, y 
en caso de error se mostrará una nueva ventana con el tipo error ocurrido. El Controlador 







El Modelo recibe la llamada al método newUser(). En primer lugar realiza un cifrado de 
la contraseña con el algoritmo SHA1 (Secure Hash Algorithm), una función hash criptográfica. 
Acto seguido, crea el nuevo usuario, actualiza el estado del Modelo y realiza la persistencia, 











Un Cliente se dispone a realizar la conexión con el Servidor: 
 
 
 El Cliente hace click en el botón . El Controlador recibe el evento y 
delega la operación al Modelo. Este se encarga de actualizar los datos y realiza la persistencia 






El Modelo recibe la llamada al método newUserConectado(). En primer lugar se realiza 
la comprobación si el Cliente posee Registro del día actual, en caso negativo, se crea el 








Configuración Paradas  










El Modelo (la interfaz del objeto distribuido) recibe una llamada al método confBreak(). 









Visualización Modo Widget  
El Cliente puede seleccionar visualizar la GUI principal únicamente como un icono en la 
barra del escritorio. 
 

















Actualización GUI Cliente  
La información expuesta en la GUI principal es dinámica y debe estar actualizada 
constantemente para ser coherente con los datos del Modelo. Para ello se utiliza un QTimer el 
cual lanzará la señal de actualización. 
 

















Existen dos casos especiales de tareas a realizar: 




• Se ha alcanzado una parada. Principalmente se actualiza el Registro, los 















Revisión Parada  
Durante los minutos de descanso de un MiniBreak o un Descanso se tiene que revisar el 
cumplimiento de la pausa en cuestión. Esta revisión se realiza mediante dos vías: 
• Control ratón 
Esta revisión se realiza controlando el movimiento de ratón. Exactamente se 

















• Control teclado 
Se controla que no se pulse ninguna tecla. Esta tarea se comete aprovechando 
la gestión de eventos propia de Qt Jambi, exactamente los QKeyEvent. El 
siguiente método se ejecuta cada vez que el Cliente pulsa una tecla. Si el 








Tanda Ejercicios  
La Tanda de Ejercicios se ha implementado de la siguiente manera: básicamente 
depende de la duración por Ejercicio dictaminada por el Cliente en la GUI principal y por la 











El dinamismo de esta vista también se controla con un QTimer. El slot asignado al 


















El Registro está compuesto por los siguientes atributos: 
 
El vector paradas contiene información sobre cada pausa. Es del tipo ElemRegistro: 
 
 
El Registro es actualizado por el Modelo cuando el Controlador lanza el mensaje 




























En función del día seleccionado en el calendario la información se actualiza, siempre 
que el Cliente del cual visionamos el Registro tenga una entrada para el día elegido. La 
conexión es la siguiente: 





El slot actualizarInfoDia(), realiza prácticamente las mismas acciones que el método 



















4 FINALIZACIÓN DEL PROYECTO 
FASE DE PRUEBAS 
En la fase de pruebas se ha ejecutado la aplicación en diferentes plataformas para 
comprobar su correcto funcionamiento, en cuanto a diseño y funcionalidades. Las 
comprobaciones siguen la siguiente línea: verificación de la correcta disposición en pantalla de 
todos los componentes (Diseño) y verificación de la funcionalidad que implementa cada 
componente (Funcionalidad). 
Sistema Operativo  % Éxito Diseño % Éxito Funcionalidad 
 




























Las funcionalidades que ofrece el aplicativo son 100% efectivas en las diferentes 
plataformas probadas. En cuanto al Diseño, se puede observar que en algunos Sistemas 
Operativos presentan un 90% de éxito, debido a que algún componente no se visualiza 
completamente satisfactoriamente. Es decir, es usable pero, por ejemplo, el tamaño no es el 
definido en la implementación y en consecuencia el texto del componente no tiene el formato 
adecuado. A continuación una muestra de los errores: 
 




                          
 
En cuanto a la comunicación Cliente-Servidor (RMI), se han realizado la mayoría de 
pruebas de forma local, es decir, la misma máquina adquiría el rol de Cliente y de Servidor. 
También se ha ejecutado el programa en una red local (LAN) con tres PC’s, en la cual uno 
actuaba como Servidor y los otros dos como Clientes. Todos los experimentos en este aspecto 
han sido satisfactorios y la comunicación se ha realizado correctamente en todas las pruebas. 
No se han realizado pruebas en una red WAN, de manera que un ordenador externo a la red 
local se comunique con el Servidor. Para realizar esta experimentación hace falta disponer de 
una máquina que actúe como Servidor, con su propia ip estática, y que ofrezca sus servicios y 
sea accesible por todo usuario de Internet. Según la especificación RMI no hay ningún 
problema en realizar dicha comunicación, únicamente una ip estática y un puerto (válido) de 
acceso al servicio.  
 
FUTURAS LÍNEAS DE TRABAJO 
Como en todo Proyecto se tiene que delimitar un fin y acotar el alcance. Esto no 
significa que el Proyecto no pueda seguir incorporando mejoras y nuevas funcionalidades. 
Ideas para estas hipotéticas ampliaciones futuras existen, y tratándose de un trabajo de 
software libre la comunidad seguramente aportaría más. Algunas de estas futuras líneas de 
trabajo son las siguientes: 
• Creación de la página web referente al Proyecto. Determinante para publicitar 
la aplicación y distribuirla.  
• Creación de paquetes de Ejercicios. 
Windows XP Ubuntu 9.10 




• Inclusión de más datos estadísticos a modo de efectuar mejores análisis de los 
hábitos de un Cliente determinado. Se podría incluir una exploración de los 
programas utilizados por el Cliente, ya que no es lo mismo utilizar el PC como 
reproductor de música que estar realmente utilizando el PC de forma activa.  
• Potenciar la visualización y edición de Ejercicios con la inclusión de 
reproducción de video en la propia GUI. 
• Inclusión de análisis de la postura mediante webcam. Se podría determinar la 


















La Planificación temporal implica la organización de las diferentes etapas y tareas que 
componen el Proyecto en el tiempo, partiendo de la fecha de inicio hasta el cierre del 
Proyecto. 
• Fecha Inicio: 8 de febrero de 2010 
• Fecha Fin: 11 de junio de 2010 
Como en cualquier otro proyecto en el mundo empresarial, se ha sufrido algunos 
retrasos. La mayoría han surgido en la etapa de Implementación. Principalmente en las tareas 
de integración de la tecnología utilizada para la GUI (Qt Jambi) y la tecnología de comunicación 
web (RMI). Dichos imprevistos posiblemente se hubieran evitado incrementado el trabajo en 
la fase de pruebas. Se realizaron pruebas con las tecnologías de manera independiente, pero 
apenas se realizó experimentación integrando las tecnologías.     
































Para realizar el Análisis de Costes se contemplan dos directrices: los costes referentes 
a los recursos humanos y los costes derivados del software y hardware utilizado. 
En primer lugar se calculan las horas de trabajo total invertidas. Si contamos de la 
fecha de inicio hasta el cierre: 
123 días – 17 días festivos = 106 días de trabajo 
106 días * 6 horas/día = 636 horas totales de trabajo 
Estas horas son realizadas por un equipo de trabajo. El equipo de trabajo para este 
Proyecto es el siguiente: 
Perfil Responsabilidades Precio 
hora 
Horas  Total 
(precio * 
horas) 
Project Manager • Gestión Proyecto 
• Análisis Inicial 
• Objetivos 
• Requisitos 
42€ 60 2.520 € 





30€ 180 5.400 € 
Programador • Implementación 
• Documentación 
22€ 396 8.712 € 
 
TOTAL Recursos Humanos                                                                                                           16.632 € 





Por otro lado tenemos los costes referentes al software y hardware empleado. Como 
el Proyecto esta contextualizado en el mundo del Software Libre, los recursos económicos 
referentes al software (programas, licencias, etc.) son nulos. Los costes, entonces, vienen 
dados por el hardware, exactamente por el PC utilizado tanto para el desarrollo como para la 
documentación y descrito anteriormente. 
Recurso Coste 
Software 0 € 
Hardware 820 € 
 
TOTAL Software/Hardware                                                                                                               820 € 
 
Por tanto el coste total (Recursos Humanos + Software/Hardware) es: 









En esta sección se revisaran los objetivos del Proyecto que se plantearon en las fases 
iniciales. La intención es determinar el cumplimiento de las metas que han guiado el desarrollo 
del aplicativo.   
 
Minimización riesgos laborales: control horarios y avisos  
El aplicativo es altamente configurable y permite la revisión de las franjas 
ininterrumpidas de trabajo mediante varios tipos de aviso. Toda la información se puede 
consultar en el Registro propio de cada Cliente. Por lo tanto, se puede afirmar que esta meta 
se ha alcanzado de forma satisfactoria. 
Configuración personalizada: editor ejercicios   
Los ejercicios adecuados para cada usuario pueden diferir y por lo tanto ha de existir 
una herramienta para la edición de nuevos ejercicios. De esta manera el sistema puede estar 
actualizado en cuanto a nuevos descubrimientos y avances en el sector se refiere, además de 
crear entrenamientos específicos para cada Cliente. 
Con el editor implementado se pueden crear infinidad de ejercicios y además 
identificar-los según su tipología (Extremidades Superiores, Vista, General, etc.). Así, se puede 
afirmar que este objetivo también se ha logrado alcanzar.  
Diseño distribuido: aplicación web 
Como ya se ha comentado anteriormente, la comunicación web, con RMI, ha sido 
implementada gratamente. Las pruebas realizadas han demostrado que la comunicación es 
fluida. Además, la adaptación del patrón MVC se ha integrado correctamente, después de un 
exhaustivo análisis de diseño.  




Las dos partes Servidor-Cliente quedan definidas claramente, así como las 
funcionalidades y la esencia de cada una. 
Por lo tanto, se considera que este objetivo se ha conseguido. 
Interfaz amigable e intuitiva 
La GUI final ofrece las opciones del programa de forma clara al Usuario. Estéticamente 
es acorde con las tendencias actuales, y la apariencia posee un carácter simplista pero 
funcional.  
Multiplataforma 
Se pretendía que el Proyecto se pudiera ejecutar en distintas plataformas. Tal y como 
se ha observado en la fase de pruebas, el resultado final resulta satisfactorio en cuanto a 
funcionalidades. Respecto al diseño de la GUI, se han observado algunos errores en algunos 
sistemas operativos, errores que únicamente afectan a la distribución y tamaño de algunos 
componentes de la interfaz, y que en ningún momento obstaculizan la ejecución de una 
funcionalidad.  
Por lo tanto, se considera asumido este objetivo. En gran parte, gracias a la naturaleza 
del motor del aplicativo, implementado en Java, ya que es una tecnología muy adaptable, 










En esta sección se analizan las tecnologías utilizadas y su comportamiento. 
El motor Java es robusto, escalable y su esencia (Orientación Objetos) ha facilitado la 
abstracción de todas las entidades participantes y su comportamiento. Además, ha permitido 
crear una aplicación distribuida, mediante su mecanismo RMI, objetos y servicios remotos, con 
un comportamiento muy satisfactorio.  
La persistencia implementada con el mecanismo Serializable, también perteneciente a 
Java, ha permitido la exclusión de una base de datos y una gestión directa de los datos a 
almacenar.  
Qt Jambi, el framework de Qt para Java, ha permitido la concepción de una GUI con 
apariencia actual, un diseño sencillo, pero altamente efectivo y funcional.  
 
En definitiva, el hecho de haber trabajado con tantas y tan diferentes tecnologías en el 
transcurso del Proyecto ha sido un punto muy positivo, aunque el trabajo de búsqueda de 
información y documentación ha sido en algunos momentos desesperante, todo lo que ha 
supuesto un obstáculo en el camino al logro del éxito del Proyecto, ahora se recuerda como un 















Personalmente, sólo quiero añadir que el Proyecto: SecureAtWork, ha sido una 
experiencia sensacional. 
Primero, por el hecho de haber realizado un proyecto de gran envergadura en el cual 
he adaptado distintos roles, Jefe de Proyecto, Arquitecto, Analista, Programador, Tester. 
Desde la planificación inicial y distribución de clases hasta la última decisión de 
implementación, ha salido de mi persona. En la FIB, ya había realizado algún proyecto de 
grandes dimensiones, pero en la Universidad, se forman equipos de trabajo y cada 
componente desarrolla una parte. Esta vez, todas las tareas pasaban pos mis manos, desde el 
desarrollo a la integración.  
En segundo lugar, la esencia era de una temática desconocida para mí, y de la que, 
sinceramente, ni me preocupaba ni me despertaba interés, de hecho ni la tenia presente. Todo 
esto cambio cuando, buscando ideas para el PFC, topé con la idea de Marc Vigo Anglada y el 
interés despertó. Además, en las fases iniciales de análisis realicé un proceso de investigación 
(primeros capítulos del documento) que terminó de concienciarme. El tema no es banal ni 
superfluo, es más bien algo que respetar por el bien de la salud propia. 
Por otro lado, el realizar una aplicación de índole social y con un enorme número de 
usuarios potenciales, ha hecho que muchas veces cogiera perspectiva y me alejara de los 
términos más técnicos, centrando los objetivos y los resultados en el servicio que quería 
ofrecer y en el usuario final. Todo esto me ha ayudado a entender definitivamente que es la 
Ingeniería Informática. Ingenio, ideas, capacidad, en la resolución de problemas, necesidades, 
oportunidades, situaciones. 
Concluyendo, el orgullo, una vez finalizado el Proyecto, es la sensación mayoritaria que 
me inunda y me da fuerzas para seguir evolucionando. Un gran premio. 
 




Por último, me gustaría agradecer, de una forma totalmente sincera, la oportunidad 
que me ha brindado mi director, Marc Vigo. Y a mi familia, amigos y pareja, gracias, gracias por 
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MANUAL DE INSTALACIÓN Y EJECUCIÓN  
 
Entornos Windows 
En primer lugar, antes de ejecutar la aplicación se debe tener instalada alguna 
maquina virtual de Java. Si ya se tiene instalada se puede omitir este paso. En caso contrario, 
podemos descargar el JRE de http://www.java.com/es/download/ para instalarlo. 
El siguiente paso es instalar las librerías de Qt Jambi. Si ya se tienen instaladas se 
puede omitir este paso. En caso contrario se pueden descargar de 
http://qt.nokia.com/downloads. Existen paquetes para plataformas de 32 bits 
(http://get.qt.nokia.com/qtjambi/source/qtjambi-win32-lgpl-4.5.2_01.zip) y 64 bits 
(http://get.qt.nokia.com/qtjambi/source/qtjambi-win64-lgpl-4.5.2_01.zip). Una vez 
descargado el archivo pertinente, se desempaqueta y se ejecuta el archivo set_qtjambi_env, 
este script se encarga de configurar la variable de entorno CLASSPATH. Se puede ejecutar 
desde un terminal con: 
>set_qtjambi_env 
El siguiente paso es registrar el servicio RMI. Una vez arrancado, admite que 
registremos en él objetos para que puedan ser invocados remotamente y admite peticiones de 
clientes para ejecutar métodos de estos objetos. Si ya tenemos una instancia de este programa 
en funcionamiento, se debe omitir este paso. Para ejecutarlo se abre un terminal y se escribe: 
 >start rmiregistry 
El último paso es ejecutar la aplicación. Primero se descomprime el archivo que 
contiene la aplicación, generando así una carpeta con el nombre de SAW. Antes de ejecutar la 
parte Cliente hace falta tener el Servidor activo. Por lo tanto, primero se ejecutará el Servidor,  
se escribe lo siguiente en un terminal y situados en la carpeta SAW: 
>java Server direccionIp puertoServicio 




El primer parámetro es la dirección Ip del Servidor, el segundo, el puerto que ofrece el 
acceso al servicio. En este punto ya se puede ejecutar un Cliente, con la Ip y puerto que 
identifican el Servidor y el servicio ofrecido: 
>java Cliente direcciónIp puertoServicio 
Entornos Unix 
En primer lugar, antes de ejecutar la aplicación se debe tener instalada alguna 
maquina virtual de Java. Si ya se tiene instalada se puede omitir este paso. En caso contrario, 
podemos descargar el JRE de http://www.java.com/es/download/ para instalarlo. 
El siguiente paso es instalar las librerías de Qt Jambi. Si ya se tienen instaladas se 
puede omitir este paso. En caso contrario se pueden descargar de 
http://qt.nokia.com/downloads. Existen paquetes para plataformas de 32 bits 
(http://get.qt.nokia.com/qtjambi/source/qtjambi-linux32-lgpl-4.5.2_01.tar.gz) y 64 bits 
(http://get.qt.nokia.com/qtjambi/source/qtjambi-linux64-lgpl-4.5.2_01.tar.gz). Una vez 
descargado el archivo pertinente, se desempaqueta y se ejecuta el archivo set_qtjambi_env, 
este script se encarga de configurar la variable de entorno CLASSPATH. Se puede ejecutar 
desde un terminal con: 
>source set_qtjambi_env 
El siguiente paso es registrar el servicio RMI. Una vez arrancado, admite que 
registremos en él objetos para que puedan ser invocados remotamente y admite peticiones de 
clientes para ejecutar métodos de estos objetos. Si ya tenemos una instancia de este programa 
en funcionamiento, se debe omitir este paso. Para ejecutarlo se abre un terminal y se escribe: 
 >rmiregistry & 
El último paso es ejecutar la aplicación. Primero se descomprime el archivo que 
contiene la aplicación, generando así una carpeta con el nombre de SAW. Antes de ejecutar la 
parte Cliente hace falta tener el Servidor activo. Por lo tanto, primero se ejecutará el Servidor, 
se escribe lo siguiente en un terminal y situados en la carpeta SAW: 
>java Server direccionIp puertoServicio 




El primer parámetro es la dirección Ip del Servidor, el segundo, el puerto que ofrece el 
acceso al servicio. En este punto ya se puede ejecutar un Cliente, con la Ip y puerto que 
identifican el Servidor y el servicio ofrecido: 
>java Cliente direcciónIp puertoServicio 
 
 
 
