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ABSTRACT 
In this research study, a fully automated assembly sequence planner was developed, 
which automatically extracts geometrical information directly from STEP CAD files and 
then generates feasible assembly sequences, with a minimum number of assembly direction 
reorientations. The effectiveness of using the planner to reduce assembly time was also 
verified. The research study was completed in three parts: (1) methods were developed for 
automatically extracting and translating geometric information contained in CAD files into 
matrices, (2) the capabilities developed in part 1 of the research study were integrated into a 
genetic assembly planner, which was used to select optimal or near-optimal assembly 
sequences automatically, with respect to a user-defined assembly sequence evaluation 
criterion, number of assembly direction reorientations, and (3) the effect of generated 
assembly sequences, with different numbers of reorientations, on overall assembly time was 
verified, for both robot assembly and human operator assembly. 
In the first part of the research study, algorithms and software were developed for 
extracting geometrical information contained in STEP CAD files and for detecting potential 
collisions between parts during assembly motions along principal-axis assembly directions, 
based upon the extracted geometrical information. The developed software directly takes a 
STEP CAD file of a designed product assembly, as input, and generates, as output, six 
interference-free matrices, which represent potential collision relationships between parts of 
an assembly, for assembly directions along the six principal axes. 
In the second part of the research study, the software developed in part 1 of the 
research study was integrated into a genetic algorithm-based assembly sequence planner. The 
X 
enhanced planner then was used to find optimal or near-optimal assembly sequences 
automatically, with respect to a user-defined criterion of the number of assembly direction 
reorientations. The integrated assembly sequence planner directly takes a STEP CAD file of 
a designed product assembly as input, and outputs geometrically feasible assembly sequences 
that require the least assembly direction reorientations. 
In the third part of the research study, a case study was conducted to verify the impact 
of assembly direction reorientations on assembly time, for both robot assembly and human 
operator assembly. Results of the case study show that, for both robot and human operator 
assembly processes, the number of reorientations in an assembly sequence has a significant 
impact on assembly time. The results support the primary research hypothesis that using an 
assembly sequence requiring more assembly direction reorientations results in longer 
assembly time. The research study and, in particular, the case study help verify and quantify 
the importance and effectiveness of using a fully automated assembly sequence planner to 
reduce the number of assembly direction reorientations in assembly sequence planning. 
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CHAPTER 1. GENERAL INTRODUCTION 
1.1 Introduction 
Assembly is a very important manufacturing activity. Assembly processes usually 
account for a significant percentage of total production time and total manufacturing cost. In 
traditional industrial manufacturing, assembly processes consume about 50% of total 
production time, and account for more than 20% of total manufacturing cost (Fan & Dong, 
2003). Thus, to be competitive in today's market environment, manufacturers must strive 
continually to reduce assembly time and cost. 
To reduce overall assembly cost, manufacturers can reduce labor cost, the number of 
fixture and tool changes or the number of reorientations during an assembly process, and 
equipment operation cost. Assembly sequence planning can help reduce overall 
manufacturing assembly time and cost by helping manufacturers reduce the number of 
fixture and tool changes or the number of reorientations during the assembly process. In 
addition, assembly sequence planning can play an important role in product design. During 
the design stage, designers can use assembly planning to verify that a design can be 
assembled safely without any interference or collision between components. 
Traditional CAD systems do not have built-in capability to perform assembly 
sequence planning. Thus, most prior assembly planners work independently from CAD 
systems, and thus require users to translate manually the design information contained in a 
CAD model into information compatible with the assembly planner. Typical assembly 
planning tools require that users manually determine and interactively input constraint 
relationships between components into the assembly planner. Although human interaction, 
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during assembly sequence planning, allows more flexibility in setting assembly sequence 
quality evaluation criteria, manual translation and interaction is very time-consuming and 
error-prone. Thus, to improve the efficiency and accuracy of assembly sequence planning, 
efficient automated integration of CAD designs with assembly sequence planners is a very 
important need. 
To improve integration and communication between CAD designs and assembly 
sequence planners, the proposed method uses a neutral CAD file format to output design 
information from CAD systems and to input the design information into an assembly 
sequence planner. STEP (Standard for the Exchange of Product Model Data) is a widely 
supported CAD file format, which facilitates efficient data exchange and information sharing 
between different CAD systems or between CAD and CAM systems. Therefore, in this 
study, STEP CAD file format was chosen as the medium for transferring design information 
between CAD systems and an assembly sequence planner. 
This study was conducted to integrate CAD systems efficiently with an assembly 
sequence planner and to verify that automated assembly sequence planning can help reduce 
assembly time. The work presented in this study involves automatically extracting design 
information from STEP CAD files, translating the design information into geometrical 
assembly constraint information, using an assembly sequence planner to generate feasible 
assembly sequences with the least number of assembly reorientations, and verifying that 
assembly sequences recommended by the planner, by reducing assembly reorientations, help 
reduce overall assembly time for both robot and manual human assembly operations. 
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1.2 Background 
The goal of early assembly planning studies was to balance an assembly line and 
thereby improve line efficiency. Early works related to assembly planning involved choosing 
a feasible assembly sequence and then assigning different assembly steps to different 
assembly stations so that each station had a quantity of work that took approximately the 
same time to accomplish (Whitney, 2004). 
To meet the goal of early assembly planning studies, line balancing algorithms were 
developed. One of the earliest algorithms used to balance assembly lines was developed by 
Prenting and Battaglin (1964). Prenting and Battaglin's algorithm took a precedence graph as 
input, which indicated the order of assembly tasks. The precedence graph, which was created 
by hand, basically contained all feasible assembly sequences in the form of a network. The 
Prenting and Battaglin algorithm searched the precedence graph network for sequences that 
had the best balance. 
Little additional research was done on assembly sequence planning until the advent of 
robot assembly in the 1970s (Whitney, 2004). Robotic assembly put new demands on 
assembly planning, which led to new approaches. Among the new approaches proposed were 
several heuristic algorithms. 
In 1980, Akagi, Osaki, and Kikuchi developed a heuristic method that could analyze 
assembly work consistently by breaking it down into work elements and assigning the work 
elements to work stations. Akagi, Osaki, and Kikuchi's method is based on fastener analysis. 
They classify all parts into unit groups by the type of fasteners used to connect the parts to 
the assembly. In their method, a manufacturing engineer needs to manually build a chart 
showing parts, types of fasteners used to connect the parts to the assembly, and parts grouped 
4 
by their fasteners. Finally, the manufacturing engineers use the chart to manually determine 
precedence relations among groups. Based upon the resulting chart and precedence diagram, 
the manufacturing engineer can then easily divide the assembly work into several work 
elements and assign the work elements to work stations in an assembly line. Their method 
can be used to divide an assembly task into work elements for a single balanced assembly 
line. However, the heuristic method does not guarantee usable results, because it may miss 
feasible sequences or generate incorrect sequences (Whitney, 2004). 
In contrast to heuristics, computer graph searching algorithms can guarantee 
correctness and completeness (Whitney, 2004). In 1984, Bourjault proposed and developed 
the first computer graph searching algorithm for generating all feasible assembly sequences. 
Bourjault's method uses a liaison diagram that is a graph of contacts/connections among 
components in the product. The method views an assembly process as a sequence of states 
that establish connections, and expresses assembly sequences in terms of the sequence of 
liaisons (connections) to be established. 
Bourjault's method consists of testing which liaisons can or cannot be accomplished 
at a given step in the assembly process. To do the testing, the software asks an operator a 
series of questions and does geometric analysis based on the liaison diagram and the 
operator's answers to the questions asked. Bourjault's method can find correct and complete 
assembly sequences. However, the user-interactive method requires that a large number of 
questions be asked and answered, which takes a lot of time. In addition, the number of 
questions that need to be asked increases at a rate that is greater than the square of the total 
liaison count. 
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De Fazio and Whitney (1987) improved Bourjault's method by reducing the number 
of questions to be asked. With De Fazio and Whitney's improvements, the number of 
questions that need to be asked increases in proportion to liaison count. However, as the 
number of parts in a product increases, the number of questions also increases rapidly, 
because liaison count grows with the number of parts. In De Fazio and Whitney's method, to 
answer the questions asked, the user must draw a graph of part connections (a liaison graph) 
for the assembly and manually determine precedence relationships between liaisons, which is 
still time consuming and error prone. However, De Fazio and Whitney's method introduced 
liaison sequence analysis, which can help users find all possible assembly sequences for a 
product and represent the assembly sequences in a graphical format. Thus, liaison sequence 
analysis can serve as a frame-work for comparing and considering different assembly 
sequences with respect to many different evaluation criteria. On the other hand, liaison 
sequence analysis does not directly address important evaluation criteria such as assembler 
skill, orientation changes, fixtures and tools needed, and cost. 
Both Bourjault's and De Fazio and Whitney's methods are user-interactive. In their 
methods, a computer program generates questions and a human expert provides answers to 
the questions. For complex cases, even a human expert may find it difficult to answer all the 
questions and guarantee the correctness of their answers. 
Homem de Mello and Sanderson (1991) improved upon previous user interactive 
methods by having a computer program, rather than a human, answer questions directly, 
from information contained in a description of the assembly. Their algorithm takes a 
decomposition approach to generate assembly sequences. The basic idea underlying their 
approach is to enumerate the decompositions of an assembly graph of connections in the 
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assembly, and to select decompositions that are feasible. Homem de Mello and Sanderson's 
method still needs a human expert to generate the graph of connections for the assembly, and 
to determine interactively the feasibility of decompositions. Thus, their algorithm also 
requires some user interaction, although they reduced the overall time and amount of 
interaction needed to find all feasible assembly sequences for a given assembly. 
Homem de Mello and Sanderson developed an AND/OR graph representation for all 
feasible sequences in an assembly. However, they did not consider the effects that different 
sequences might have on assembly time and cost. In addition, Homem de Mello and 
Sanderson did not develop methods for determining and selecting preferred sequences from 
the set of all feasible sequences, based upon criteria. 
Dini and Santochi (1992) further improved upon the degree of automation in 
assembly sequence planning by eliminating user interaction completely during the process of 
determining assembly sequences. Dini and Santochi's assembly sequence planner can 
generate automatically all possible sequences for an assembly from information supplied by a 
user, which is entered before the process of determining assembly sequences. Dini and 
Santochi's algorithm takes three types of matrices as input: interference matrix, contact 
matrix, and connection matrix. Both the interference matrix and the contact matrix are built 
by the user. Each matrix contains interference or contact information for six assembly 
directions, along the three principal Cartesian coordinate axes. 
To create the matrices, the user needs to determine all collisions that would occur 
between the component and other components in the assembly, when translating the 
component along coordinate axes during an assembly operation. The user then needs to 
translate the collision information into interference matrix and contact matrix format. 
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Although Dini and Santochi's algorithm eliminates user interaction during the process of 
finding assembly sequences, their manual method for generating the input matrices requires a 
lot of manual pre-processing work, before running the automated assembly planner. The 
manual approach for creating the interference and contact matrices may result in errors in the 
matrices that are difficult to find. In addition, Dini and Santochi also did not develop 
methods for selecting preferred sequences automatically from their set of generated feasible 
sequences. 
As shown, several early research studies were aimed at automating the assembly 
sequence planning process by reducing and then eliminating user interaction during the 
process of determining assembly sequences. To increase further the degree of automation in 
assembly sequence planning, more research was needed on both automatic pre-processing, 
for automatically generating required assembly planner input information, and automatic 
post-processing, for automatically evaluating and selecting preferred sequences from 
assembly sequences generated by the assembly planner. 
As a result, Baldwin et al. (1991) developed a set of user-interactive computer 
programs for generating all feasible assembly sequences for a product and then helped the 
user to judge assembly sequence quality based upon various criteria. Their programs use a 
disassembly or decomposition analysis for generating assembly sequences. The algorithm 
they used was derived from work by Bourjault (1984), De Fazio and Whitney (1987), and 
Homem de Mello and Sanderson (1991). However, Baldin et al. improved upon the previous 
algorithms by integrating interactive methods and an environment for an assembly sequence 
evaluation and selection, based upon criteria such as number of assembly states and moves, 
number of refixturing operations required, and number of assembly direction reorientations 
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required. Baldwin et al. developed partially automated methods for post-processing assembly 
sequences. However, in their approach, information needed both for determining assembly 
sequences and for evaluating and selecting assembly sequences must be entered by a user via 
answering the questions interactively. 
Lin and Chang (1993) proposed a more complete assembly planning system based on 
assembly design information, which includes both geometric and non-geometric information. 
The system represents geometric information for the assembly model in constructive solid 
geometry format. The system represents non-geometric information, used to communicate 
design intent from design engineers to manufacturing engineers, in a frame-based scheme. 
The proposed planner takes the supplied geometric and non-geometric information as input, 
and finds a set of feasible assembly sequences as output. 
The planner generates a connectivity graph, mating faces, mating directions, and 
collision information, by geometric reasoning from the geometric information. The planner 
then uses the non-geometric information to establish precedence constraints between parts in 
the assembly. Finally, the planner generates feasible sequences, by reasoning from both the 
geometric and non-geometric information. 
Lin and Chang developed methods for automatically pre-processing geometric design 
information to generate assembly planner input information automatically. However, their 
proposed assembly sequence planner did not provide post-processing for assembly sequence 
evaluation and selection. In addition, the authors did not mention if they generate the 
required non-geometric assembly planner information automatically or manually by 
designers, as a narrative concerning design intent. If the frame representation of non-
geometric information is generated manually by the designer, the manual work would be 
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very difficult to complete, especially if the assembly contains a large number of parts and 
connectors. 
Gu and Yan (1995) developed an assembly sequence planner that can generate an 
assembly sequence automatically from a CAD database directly. The automatic assembly 
sequence planning system generates assembly sequences without any user intervention. The 
process of generating assembly sequences involves four major steps: create connectivity 
graphs based upon a feature representation of the product, use the connectivity graphs to 
decompose the assembly into sub-units, generate disassembly sequences for each sub-unit, 
and generate a final assembly sequence by combining the sub-disassembly sequences into a 
complete disassembly sequence and then reversing the complete disassembly sequence. In 
their method, assembly model information used to generate the connectivity graphs is 
retrieved from a feature-based product design model, in which features are defined as basic 
geometric entities with boundaries and technical constraints (Gu, Elmaraghy, & Hamid, 
1989). 
Gu and Yan's assembly sequence planning algorithm advanced assembly sequence 
planning research with respect to automatic pre-processing, by completely eliminating user 
interaction. However, their assembly sequence planner did not include any post-processing 
for assembly sequence evaluation or selection. 
Zha, Lim, and Fok (1998) presented an approach for generating all feasible assembly 
sequences of a product by reasoning and decomposing the assembly into feasible 
subassemblies and then evaluating the sequences. Their assembly sequence planner takes, as 
input, a liaison graph, assembly and topological constraints, geometric constraints, stability 
constraints, and precedence constraints. From the given input, the algorithm generates all 
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feasible assembly sequences. The algorithm then automatically selects preferred sequences 
from the set of feasible sequences based upon a set of assembly sequence evaluation criteria, 
such as number of reorientations or number of fixtures required. Their planner integrates 
generation of all feasible sequences with selection of preferred sequences. As a result, their 
work helped advance post-processing in assembly sequence planning. However, to work with 
their planner, users still need to manually generate both a liaison graph and assembly 
constraints for input into the planner. 
Eng et al. developed a feature-based assembly sequence generation algorithm (1999). 
Their planner combines geometric reasoning techniques with manual user input to generate 
complete precedence knowledge for an assembly. The proposed approach uses a set of user 
criteria to help the planner generate one preferred sequence, rather than a set of feasible 
sequences. Their approach uses a set of feature matrices to represent contact information and 
degrees of freedom for mating components. From geometric reasoning from the feature 
mating matrices and geometric information for each part, the planner generates possible 
assembly sequences for the product. The planner uses assembly sequence evaluation criteria, 
such as number of assembly direction reorientations, stability, and cost, to select a preferred 
sequence from the set of feasible sequences. 
Their planner integrates assembly sequence evaluation with assembly sequence 
generation, which improves assembly sequence planning with respect to post-processing. 
However, in their approach, users must generate the required feature mating matrices 
manually. However, the process of manually generating feature mating matrices could take a 
lot of time, especially when the assembly is composed of a large number of parts. 
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Mok, Ong, and Wu (2001) introduced a method for automatically generating 
assembly sequences and part mating operations directly from CAD STEP files. Mok et al.'s 
algorithm creates a boundary table and a feature table by analyzing the hierarchical boundary 
representation of an assembly from a STEP file. The boundary table records the maximum 
and minimum dimensions of each part, with respect to the three principal Cartesian 
coordinate axis directions. The boundary table is used to determine preferred part assembly 
order. The feature table is used to determine part mating operations for joining parts in the 
resulting assembly sequence. Mok et al.'s planner uses information in the boundary table and 
feature table to automatically generate preferred component assembly order, for assembly 
operations in a single axis direction only. However, their planning method considers only 
spatial relationships between components in an assembly with respect to the maximum and 
minimum dimensions of each component, which limits the functionality of their planner. In 
addition, their planner can only generate assembly sequences for products in which all 
assembly operations can be accomplished in a single direction. However, most realistic 
products cannot be assembled in a single assembly direction. 
Mok et al.'s study improved assembly sequence planning, with respect to pre­
processing, by directly integrating CAD file input into the assembly planning process. 
However, their planner did not include post-processing capability and did not include an 
algorithm for finding assembly sequence plans for realistic assemblies. 
Smith and Smith (2002) developed an automated assembly planner using a genetic 
algorithm to find assembly sequence plans for a product. Their planner takes an assembly 
model, in the form of interference-free matrices, as input and directly generates assembly 
sequences, which require the least number of assembly direction orientations, as output. The 
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planner combines a process for generating assembly sequences with a process of selecting 
sequences. The planner also preprocesses the input interference-free matrices to generate 
automatically an initial population of assembly sequences for the genetic assembly planner. 
However, users must create the input interference-free matrices manually by analyzing the 
assembly model. Other similar sequence planning algorithms (Smith & Smith, 2003; Smith, 
Smith, & Liao, 2001) also did not solve the problem of automatically creating input matrices 
from CAD files. 
As a result further research is needed to combine, integrate, and improve pre­
processing, processing, and post-processing capabilities of prior assembly sequence planners. 
Further automating the assembly planning process, by combining, integrating, and improving 
pre-processing, processing, and post-processing capabilities, will improve speed, reliability, 
and usability of assembly sequence planning. 
1.3 Purpose of The Study 
The purpose of this study is to develop an assembly sequence planner that further 
automates assembly sequence planning by integrating both pre-processing and post­
processing into an assembly sequence planner, and to determine the effect that generated 
assembly sequences, which require different numbers of assembly direction reorientations, 
have on overall assembly time. 
The proposed study will be composed of three parts: (1) developing a method for 
transferring geometrical data automatically from CAD tools to assembly analysis tools, (2) 
developing a method for generating assembly sequences automatically from STEP-CAD files, 
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and (3) determining the effect that generated assembly sequences, which require different 
numbers of assembly direction reorientations, have on overall assembly time. 
In the first part of the study, a software tool will be developed to extract geometrical 
data automatically from neutral format CAD files for transfer to an assembly planner. STEP 
files will be used as the neutral CAD file format. Interference relationships between parts 
will be analyzed using the geometrical data extracted from the CAD STEP files. Interference-
free matrices will be generated to provide input to an assembly planner. 
The second part of the study will integrate the software tool developed in the first part 
of the study with an assembly planner, to automate fully the assembly sequence planner. The 
integrated assembly planner will extract geometrical information from an input CAD file and 
then find the assembly sequence with the fewest reorientations for a given product design. 
The assembly planner will take a STEP CAD file as input, and therefore will be compatible 
with many different CAD software packages. 
To show that the fully automated assembly planner could be useful for realistic 
industrial applications, the third part of the study will determine the effect of assembly 
reorientations on assembly time. Both robot and human operator assembly processes will be 
studied. Assembly times and the associated reorientation numbers will be recorded and 
analyzed. 
A framework of the proposed study is shown in Figure 1. The framework shows the 
relationships of the three tasks in the study. 
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Figure 1. Framework of the study 
1.4 Definition of Terms 
STEP 
STEP is a comprehensive ISO standard (ISO 10303) that describes how to represent 
and exchange digital product information (Steptools Inc., 2004). ISO 10303 is an 
International Standard for the computer-interpretable representation of product information 
and for the exchange of product data. The objective of ISO 10303 is to provide a neutral 
mechanism capable of describing products throughout their life cycle. This mechanism is 
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suitable not only for neutral file exchange, as a basis for implementing and sharing product 
databases, but also as a basis for archiving (LKSoftWare GmbH, 2004). 
STEP consists of many different parts. These parts are grouped functionally into eight 
modules, as shown in Figure 2 (Nell, 2003). 
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STEP parts 201-240 & 301-340 
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Figure 2. STEP functional modules 
STEP Part 11 
STEP Part 11 defines the STEP standard's information modeling language -
EXPRESS. The EXPRESS language supports aspects of the STEP architecture. The 
EXPRESS language provides a mechanism for referring to existing information models in 
the context of the current model (Burkett, Denno, Libes, & Morris, 1999). 
STEP Part 21 
STEP Part 21 defines various formats and structures for STEP-format product data 
files for different industries. A STEP Part 21 data file must conform to STEP Part 21 and a 
STEP application protocol for a given industry application. STEP files for automotive 
mechanical design data must conform to STEP Part 21 and Application Protocol 214, which 
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is Part 214 of STEP. However, for electronic assembly, interconnection, and packaging 
design, a STEP Part 21 file must conform to Application Protocol 210 (Palmer, 1999). 
A STEP Part 21 file is the clear text encoding of the exchange structure and is often 
called a STEP physical file. 
STEP Part 22 
STEP Part 22, SDAI (Standard Data Access Interface of STEP), provides an 
application programming interface (API) to data contained in and described by an EXPRESS 
information model. In many ways, SDAI resembles application interfaces for traditional 
database management systems such as SQL or CODYSAL. What distinguishes SDAI from 
other database interfaces is that, taken in context with the rest of ISO 10303, it defines a 
semantics-based interface. In contrast, traditional database standards only define a 
mechanism for access to anonymous data. SDAI defines a standard view for data contained 
in an EXPRESS model without providing information concerning how actual data are 
represented (Fowler & Morris, 1999). In other words, SDAI defines an interface for abstract 
data structure representations and not for actual data. 
JSDAI 
JSDAI is an implementation of SDAI (ISO 10303-22), a Java programming language 
binding to the SDAI with Internet/Intranet extensions (ISO/TS 10303-27) (LKSoftWare 
GmbH, 1999-2002). 
SdaiSession 
SdaiSession is a functional class of JSDAI. It is the main class used to begin and end 
any use of JSDAI. The functions of this class include (LKSoftWare GmbH, 2001): 
• Initializing and terminating any SDAI activity 
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• Transaction handling 
o Starting a transaction 
o Aborting a transaction 
• Dynamic SdaiRepository handling 
o Creating new repositories 
o Finding and linking remote repositories on a network 
SdaiRepository 
SdaiRepository is a class of JSDAI. The functions of SdaiRepository include 
(LKSoftWare GmbH, 2001): 
• A physical container for SdaiModels and entity instances within the SdaiModels 
• Persistent data storage on disk 
• Import of and export to a STEP Part 21 file 
SdaiModel 
SdaiModel is a JSDAI class used for grouping entity instances. Each entity instance 
within an SdaiSession must belong to some SdaiModel. Each SdaiModel is based upon one 
EXPRESS schema. The EXPRESS types of all entities whose instances can appear in an 
SdaiModel must be defined or declared in the EXPRESS schema for this SdaiModel 
(LKSoftWare GmbH, 1999-2002). 
EntityExtent 
The EntityExtent class groups all entity instances within an SdaiModel into folders. 
There is one instance of EntityExtent for each entity data type defined or declared in an 
EXPRESS schema. A folder corresponding to an entity data type contains all instances of 
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this entity data type within the SdaiModel, being an owner of this folder and also of all 
instances of all subtypes from the same model (LKSoftWare GmbH, 1999-2002). 
1.5 Significance of The Study 
The first part of this study will determine spatial interference relationships between 
parts during assembly operations automatically, based upon geometrical data contained in 
CAD STEP files. The proposed automated method realizes automatic pre-processing of 
STEP data files to generate input information required by an assembly sequence planner. 
The second part of the study will integrate automatic pre-processing of STEP data 
files with an automated assembly planner. The integrated software tools will result in an 
assembly planner which takes a STEP-CAD file as input and automatically generates least-
reorientation assembly sequences and assembly directions for each part, as output. The 
integrated assembly planner will improve the efficiency of assembly sequence planning by 
completely eliminating the need for manual input, during the assembly sequence planning 
process. 
Since STEP is an international standard, most CAD software applications provide 
STEP file input and output capabilities. As a result, the proposed assembly planner could be 
used to analyze assembly models from most CAD applications. 
The third part of this study will analyze the effect of number of assembly direction 
reorientations in generated assembly sequences on assembly time. This part will help verify 
the generated assembly sequences, in term of assembly time. In addition, determining the 
effect of number of assembly direction reorientations on assembly time will help establish 
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realistic metrics for future assembly planning studies that consider number of assembly 
direction reorientations as a criterion for assembly sequence evaluation. 
1.6 Dissertation Organization 
This dissertation includes five chapters. Chapter 1 gives a general introduction to the 
research area of assembly planning, identifies the problem of the study by reviewing the 
background in the research area, demonstrates the purpose of the study, briefly describes the 
definition of nomenclatures used in the study, and addresses the significance of the study. 
Chapter 2, 3, and 4 consist of three submitted journal papers that address the identified 
research problem. Each paper is closely related to the research topic of integrating CAD files 
and automatic assembly sequence planning. 
Chapter 2 presents Part 1 of this research, which developed algorithms to extract 
automatically geometric information of product designs from STEP CAD files and to 
translate automatically the geometric information into matrix-formatted spatial constraint 
representation. 
Chapter 3 is devoted to Part 2 of the proposed research, which developed a method 
for automatically generating minimum-reorientation assembly sequences directly from 
imported STEP CAD files. 
Chapter 4 describes a case study used to verify the effect of number of assembly 
direction reorientations on overall assembly time and to indicate the effectiveness of using 
the developed assembly sequence planner to reduce assembly time. 
Chapter 5 provides general conclusions drawn from the proposed research and 
recommendations for future research. 
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CHAPTER 2. DETERMINING INTERFERENCE BETWEEM PARTS 
IN CAD STEP FILES FOR AUTOMATIC ASSEMBLY PLANNING 
A paper published in the ASME Journal of Computing and Information Science in 
Engineering 
Chunxia Pan, Shana S-F. Smith, Gregory C. Smith 
2.1 Abstract 
In this paper, a neutral file format—STEP (Standard for the Exchange of Product 
model data) is used to transfer geometrical data from CAD tools to assembly analysis tools. 
JSDAI (Standard Data Access Interface for STEP binding to Java) is used to read 
geometrical data from the CAD STEP files. After all necessary geometrical data are extracted 
from the CAD STEP files, the interference relationships between parts are analyzed. The 
methods developed for using JSDAI to extract geometrical data from CAD STEP files and 
for determining interference relationships between parts in the assemblies are introduced. 
2.2 Introduction 
Designers and manufacturers must verify that a given designed product can be 
assembled, without interference between parts, before the product is manufactured. On the 
other hand, most CAD tools currently do not have the capability to directly analyze the 
feasibility of a given assembly plan for a product or to generate an optimal or near-optimal 
assembly plan. As a result, a great deal of prior research exists on developing external 
assembly analysis tools for automatic assembly sequence planning and optimization. 
A review of prior assembly sequence planning and optimization research shows that 
most prior assembly planners use either feature-mating or interference-free methods to 
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determine assembly part interference relationships. Both feature-mating [1-5] and 
interference-free [6-10] methods depend upon the original geometrical information and 
constraints for the designed product, which are usually contained in associated CAD files. 
Chen [7, 11, 12] proposed a genetic algorithm-based approach to optimize assembly 
planning. Smith, Smith, and Liao developed an automatic assembly planner which 
considered assembly stability [8]. Smith and Smith proposed an enhanced genetic algorithm 
for automatic assembly sequence generation and evaluation and a method for automatically 
generating a high-quality initial population from an existing assembly model [9, 10]. In all 
six prior studies, multi-axis assembly planning was considered and spatial interference 
relationships between parts in an assembly were represented by interference-free matrices, 
which were determined manually by visually inspecting CAD assembly models or assembly 
drawings. 
As a result, to fully automate the process of generating an efficient assembly plan, 
geometrical data for CAD models must be automatically extracted from CAD files, analyzed 
for mating or interference relationships between parts in the assembly, and then formatted for 
use by assembly analysis tools. Since, most prior assembly sequence planners do not have the 
capability to accomplish the three tasks, they require users to manually input part feature or 
interference information, which is very time-consuming and error prone. 
This paper intends to fully automate the process of constructing interference-free 
matrices by automatically extracting geometrical data from CAD files, analyzing part 
interference relationships, and then generating interference-free matrices. To make this work 
widely applicable to designs from different CAD systems, STEP (Standard for the Exchange 
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of Product model data) was chosen as the new input CAD file format. STEP is a standard 
which is now supported by most commercial CAD systems. In addition, compared to other 
CAD file formats (e.g. .obj files, .stl files, or .iv files), STEP files, which conform to AP203 
and AP214, use fewer points and surfaces to represent the geometry of a given designed part. 
This additional advantage makes calculations for determining interference between parts 
faster and easier. With the proposed method, designers, although they may be using different 
CAD systems, just need to save their product designs in STEP-format files. The developed 
program can automatically read the STEP files and generate the interference-free matrices 
needed for automated assembly planning, without any additional file format conversion. 
In prior related work, Mok, Ong, and Wu introduced a method for automatically 
generating assembly sequences and part mating operations from geometrical data contained 
in CAD STEP files [13]. Mok's method analyzes the hierarchical boundary representation of 
an assembly, contained in a STEP file, to create a boundary table and a feature table. Mok's 
method uses the boundary table to reorder the assembly sequence contained in the STEP file 
by reordering assembly parts by minimum coordinate values for a single selected assembly 
direction (e.g., from bottom to top in the z-direction). Mok's method uses the feature table to 
determine part mating operations for joining parts in the resulting assembly sequence. 
However, in Mok et al.'s work, the techniques used for accessing geometrical data in STEP 
CAD files and for transforming parts from their local coordinate systems into an assembly 
coordinate system are not described. In addition, their technique for re-ordering parts into an 
assembly sequence does not consider interference relationships, in multiple axis directions, 
between parts. However, robotic or automated assembly systems often use six or more 
assembly directions. 
The objectives of this paper, then, are to present techniques for automatically 
extracting geometrical data for an assembly from a CAD STEP file, transforming parts from 
their local coordinate systems to an assembly coordinate system, analyzing interference 
between parts in six principal-axis assembly directions, and formatting the interference 
information, as interference-free matrices, for input into a multi-axis assembly planning tool. 
2.3 Using JSDAI to Extract B-REP Data from STEP Files 
STEP is a family of ISO standards for representing and exchanging industrial product 
life-cycle CAX/PDM data. For mechanical parts and assembly models, Application Protocol 
203 of STEP specifies the B-REP (Boundary Representation) solid model data format for a 
designed product. In addition, STEP Part 21 specifies the physical file format for a STEP file 
generated by a CAD tool. Thus, to determine the interference relationships between parts in a 
CAD assembly model, the proposed method must first extract geometrical assembly model 
data from a STEP Part 21 file. 
SDAI (Standard Data Access Interface, STEP Part 22) provides an API (Application 
Programming Interface) for reading STEP-file data, which is written in the STEP modeling 
language (EXPRESS). SDAI defines a semantics-based abstract interface, which is 
independent of a programming language. SDAI binding to a particular programming 
language (such as C+ +, C, or Java) enables actual access to the data contained in the STEP 
file. JSDAI (provided by LKSoft Company) is an API which is a complete Java 
programming language binding to the SDAI specification. 
In this study, JSDAI was used to access the geometrical data in STEP Part 21 files. 
After installing the JSDAI Runtime Environment and importing the JSDAI packages into a 
27 
Java application program, the developed program can directly access the geometrical data in 
STEP Part 21 files. Thus, using JSDAI, geometrical CAD assembly model data contained in 
a STEP file can be directly accessed, and the B-REP data structure can be extracted. 
2.4 Transforming Parts into an Assembly Coordinate System 
STEP uses the application protocols (APs) to define the application domain and 
context of the standard. The CAD software defines its own translator to represent product 
data conforming to the application protocols. If a CAD system is claimed supporting the 
STEP, it is supposed to have passed the STEP conformance testing. Therefore, the STEP 
files for a given geometry generated by different CAD systems are almost the same in the 
syntax, structure, and semantics. By examining and analyzing several STEP files generated 
by different CAD tools (Pro/E, SolidWorks, and Autodesk Inventor), the investigators 
determined that every assembly part, in a STEP Part 21 file, is described with respect to a 
different local part coordinate system. However, for assembly sequence planning and 
assembly operation analysis, all assembly parts need to be described with respect to the same 
assembly coordinate system. As a result, assembly parts, in a STEP Part 21 file need to be 
transformed into a single assembly coordinate system. The investigators also determined that 
a STEP file contains the local coordinates of each part, a default assembly coordinate system, 
and the transformation information needed to transform each part into the default assembly 
coordinate system. 
The transformation information includes, for each part, two axis direction vectors 
(new and original), two reference direction vectors (new and original) and two Cartesian 
points (new and original). The vectors relate to rotation while the Cartesian points relate to 
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translation. As a result, the transformation information describes, for each part, the rotation 
about and then the translation along the part's own coordinate axes needed to transform the 
part from its local part coordinate system into the default assembly coordinate system. 
JSDAI can be used to extract the transformation information for all parts in an 
assembly from the STEP file entity type folder named "item defined transformation." Each 
instance in the folder represents the transformation information for a single part. Each 
instance includes two attributes: "transform_item_ 1 " and "transform item 2." Each of the 
two attributes has a persistent numerical label (e.g. "#13" or "#81"), which is used to identify 
the attributes. The new axis direction vector (xa, ya, za ), new reference direction vector (xr, 
yr, zr ), and new Cartesian point for a part are stored in the attribute with the larger persistent 
label number. The original axis direction vector (xa, ya, za), original reference direction vector 
(xr, yr, zr), and original Cartesian point for a part are stored in the attribute with smaller 
persistent label number. The vectors and Cartesian point in "transform item 2" and the 
vectors and Cartesian point in "transform_item_ 1 " can be used to develop transformation 
matrices (rotation matrices and translation matrices) for transforming each part from its local 
coordinate system into the default assembly coordinate system. The coordinates of a part in 
the assembly coordinate system can then be found by applying the rotation and translation 
matrices to each vertex of the part. 
2.5 Determining Interference Relationships between Parts 
In automated assembly systems, most mechanical components are assembled along 
the principal axes. Therefore, to determine interference between parts during assembly, the 
proposed method considers six assembly directions along the principal assembly axes: +x, -x, 
29 
+y, -y, +z and -z. However, the method could be enhanced, in future work, to consider other 
assembly directions, as needed. 
The proposed method uses projection of part coordinates onto planes in three 
principal-axis directions (x, y, z) to determine interference between parts moving along any 
of the six principal assembly axes. An overlap between the projections of any two parts in a 
given axis direction indicates a potential interference between the two parts, when one of the 
two parts moves along the given direction, with respect to the other part. Vertex coordinates 
for overlapped projections are then compared to determine if actual collisions would occur 
between parts with overlapped projections. The proposed method saves the determined 
interference information for a given assembly direction in a set of interference-free matrices, 
for compatibility with prior assembly planners [8-10]. 
In this paper, to simplify technique development and description, only simple 
geometric entities, such as prisms and axis-aligned cylinders, are considered. However, the 
proposed method can be extended to more complex objects with more complex surface types, 
using triangular or other planar surface approximations. 
2.5.1 Projecting Parts 
In 2001, Jimenez, Thomas, and Torras surveyed 3D collision detection algorithms 
[14]. According to Jimenez's survey, swept volume interference and multiple interference 
detection methods may be applied to objects described by B-REP information. The swept 
volume interference method can be used to detect real time collisions between two objects in 
relative motion by fixing one object and sweeping the other object along its relative motion 
vector. Jimenez et al. pointed out that generating the swept volume is computationally 
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expensive. The multiple interference detection method samples object trajectories and 
repeatedly applies static interference analysis to determine if the two objects will collide with 
each other during relative motion. Jimenez et al. indicated that the size of the objects directly 
affects the success of the multiple interference detection method. If an object is too small, the 
method may not detect collisions, and if an object is too large, the method may be 
computationally expensive. 
Both the swept volume interference and the multiple interference detection methods 
are suitable for 3D collision detection between B-REP objects. However, both methods were 
designed for real-time collision detection between two moving objects in a physical 
simulation environment. As a result, both methods are computationally expensive. For the 
assembly planning problem, real-time collision detection capability along arbitrary relative 
motion vectors is not necessary. Instead, a computationally efficient method is needed for 
determining if two parts will collide when they are assembled in a given order along any of 
the six principle assembly axis directions. 
For assembly planning, an interference relationship between two parts in an assembly 
indicates that a collision will occur when one of the parts moves, along a given positive or 
negative axis direction, from infinity (unassembled position) toward its assembled position. 
If two parts have an interference relationship, the projections of the two parts, in the given 
axis will overlap. Thus, to determine interference relationships for all parts in an assembly, 
the coordinate and connectivity information for each vertex in each part must be extracted 
from a STEP file, projected (as polygons) onto projection planes for given axis directions, 
simplified, and analyzed for overlapping conditions. For a cylinder, a prism will be used to 
approximate the geometry. 
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(a). Polygon with (b). Simplified polygon 
an inner loop without through holes 
Figure 1. Part projections with inner loops 
Figure 1 shows that part projections with inner loops must be considered as a special 
case. In Figure 1 (a), if an inner loop represents a through hole in the projected direction, the 
projected polygon cannot be simplified. However, if an inner loop represents a boss or a slot, 
the projected polygon can be simplified (the inner loop can be removed) as shown in Figure 
1(b). 
If part face has an inner loop, the part has a corresponding "FACEBOUND" entity 
in the STEP file. Since a part may have one or more inner loops on different faces, the part 
may have more than one "FACE BOUND" entity in the STEP file. To determine if an inner 
loop represents a through hole in a given projection direction, the reference axes of all 
"FACEBOUND" entities for a part are compared to each other to see if the reference axes 
of any pair of "FACE BOUND" entities match each other. In addition, since a cylinder is 
simplified by a prism, the two inner loops will be connected by four edges, and the 
information can be found in the "EDGE CURVE" entities. If the projection direction being 
analyzed is identical to the reference axis of a through hole, the inner loop representing the 
through hole is kept in the simplified part projection polygon. This is also applicable to a step 
hole (or counterbored hole), because a step hole has three inner loops (one larger inner loop 
from counterboring and two smaller inner loops from drilling). The two smaller inner loops 
in a step hole will meet the condition of a through hole. If it is a two-end counterbore, there 
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are four "FACE BOUND" entities and will be two pairs of inner loops meeting the condition. 
This situation is dealt similarly to "bottleneck" problem and the smaller loop will be reserved 
in the simplified projection polygon. In this paper, all through holes are axis-aligned. That is, 
all through-hole reference axes are aligned with one of the three principal axes. 
2.5.2 Generating Interference-Free Matrices 
Several prior assembly planners require, as input, interference-free matrices which 
describe interference relationships between parts in an assembly. Therefore, the proposed 
method automatically generates interference-free matrices for input into an assembly planner. 
An interference-free matrix indicates interference or collision between two parts, 
when one part is moved, in a given assembly direction, into assembled position, with the 
other part already in assembled position. Assembly operations that result in collisions are 
indicated by a 0 in the matrix, and assembly operations that do not result in collisions are 
indicated by a 1 in the matrix. For example, assume that the interference-free matrix of an 
assembly structure containing three parts, for assembly motions moving from negative 
infinity toward positive infinity along the +x direction is: 
Part 12 3 
1 0 1 1 
0 0 1 
0 1 0 
(Interference-free matrix for moving in the +x direction) 
The row indices in the matrix indicate the parts being moved during a given assembly 
operation, and the column indices indicate the parts that have already been assembled. 
Therefore, since matrix element (2, 1) = 0, if Part 1 is assembled first, and then Part 2 is 
assembled in the +x direction, Part 2 will collide with Part 1. On the other hand, since matrix 
element (1,2)= 1, if Part 2 is assembled first, and then Part 1 is assembled in the +x 
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direction, Part 1 will not collide with Part 2. Since a part cannot be assembled after itself, all 
diagonal elements in the matrix are set to 0. In total, six matrices are used to represent 
interference relationships between parts in the six principal axis assembly directions. When 
the algorithm is being implemented, the elements of an interference-free matrix in certain 
direction are determined row by row. When interference is detected between two parts, the 
program output a "0" in the corresponding position, otherwise output a "1". 
2.6 Case Studies 
2.6.1 Examples 
The proposed method for automatically creating interference-free matrices from the 
information contained in CAD STEP files was tested for several simplified example 
assemblies. A JAVA program was written and combined with JSDAI to implement the 
complete method. In each case, input was a CAD STEP file and output was a text file 
Figure 2. Assembly with 3 cylindrical parts 
containing six interference-free matrices for the six principal axis assembly directions. 
Figure 2 shows one of the example assemblies used for testing, a section view of a 
simple assembly that includes three cylindrical parts. Part 1 is a base with a protruded sleeve 
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shaft. Part 2 is a sleeve barrel, which mates with the sleeve shaft (Part 1). Part 3 is a cap with 
a cylindrical slot (non-through hole), which also mates with the sleeve shaft. All three parts 
are shown in their assembled positions. Running the JAVA program gave the following 
interference-free matrices for part assembly movements in the +x, -x, +y, -y, +z, and -z 
directions: 
+x 
0 0 0 
0 0 1 
0 1 0 
-x + y  - y  +z 
0 0 0 0 0 0 0 0 0 0 1 1 
0 0 1 0 0 1 0 0 1 0 0 1 
0 1 0 0 1 0 0 1 0 0 0 0 
0 0 0 
1 0 0 
1 1 0 
As the interference-free matrix for the +z direction shows, Part 1 would not collide 
with either Part 2 or Part 3, if either Part 2 or Part 3 was assembled before Part 1 and then 
Part 1 was assembled in the +z direction. On the other hand, Part 2 would only collide with 
Part 1, if either Part 1 or Part 3 was assembled before Part 2 and then Part 2 was assembled in 
the +z direction. Part 3 would collide with both Part 1 and Part 2, if either Part 1 or Part 2 
was assembled before Part 3, and then Part 3 was assembled in the +z direction. 
Part 2 
(b) 3D model of assembly (a) Full section view 
Figure 3. An example with step holes 
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Figure 3 shows another example assembly which include through step holes 
(counterbored holes) in the assembly. The output matrices are: 
+x 
-X + y  - y  +z -z 
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"0 1 0  0" " 0  1  0  
0 0 0 0 1 0  0 0 0 0 1 1  1 0  0 0 1 0  0 0 1  0  0  
0 0 0 1 0 0 0 0 0 0 0 1 1 1 0  1 0 0 0 1 0 0 0 
0 0 0 0  0 0 1 0  0 0 1 0  1 1 1 0  0 0 1 0  0  0  1  
2.6.2 Computation Time 
Two major factors were experimentally tested for their effects on algorithm 
computation time: number of parts and number of holes. 
2.6.2.1 Number of Parts 
To determine the effect of number of parts on computation time, the program was run 
for five example assemblies, which contained different numbers of parts, and computation 
time was measured and recorded. Figure 4 shows one of the five example assemblies. 
Part5 
Part 10 Parti 3 
Part4 
+z 
Figure 4. Assembly with 13 blocks 
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For the assembly shown in Figure 4, which contains 13 parts, program computation 
time was 9.875 seconds, and the following interference-free matrices were found: 
+ x 
0 0 0 0 1 1 1 1 1 1 1 1 1 
0 0 0 0 1 1 1 1 1 1 1 1 1  
0 1 0 0 1 1 1 1 1 1 1 1 1  
1 1 1 0  1 1 1 1 1 1 1 1 1  
0 0 0 0 0 1 1 1 1 1 1 1 1  
0 0 0 0 0 0 1 1 1 1 1 1 1  
0 0 0 0 0 0 0 1 1 1 1 1 1  
0 0 0 0 0 0 0 0 1 1 1 1 1  
0 1 1 0 1 0 0 0 0 1 1 1 1  
0 0 0 0 0 0 0 0 1 0 1 1 1  
0 0 0 0 0 0 0 0 0 0 0 0 1  
0 0 0 0 0 0 0 0 1 0 0 0 1  
0 0 0 0 0 0 0 0 1 0 0 0 0  
- y  
0 0 0 1 0 
1 0 1 1 0 
1 1 0 1 0 
0 0 0 0 0 
1 1 1 1 0 
0 1 1 1 0 
1 1 1 1 0 
1 1 1 1 0 
1 1 1 1 1 
1 1 1 1 1 
1 1 1 1 1 
1 1 1 1 1 
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Figure 5. Relationship between time and number of parts 
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Figure 5 plots computation time versus number of parts for the five example 
assemblies tested. For a null hypothesis that there is no linear regression relationship between 
computation time and number of parts, the p-value is 0.0015. For a 95% confidence level, we 
reject the null hypothesis, because the p-value is less than 0.05. Therefore, there is evidence 
of a statistically significant linear relationship between computation time and number of parts. 
On average, for each additional part, computation time increases by 0.27 seconds. The R2 
value for the linear regression model is 0.977, indicating that 97.7% of the variation in 
computation time can be explained by the linear regression relationship. The results indicate 
that, from the statistical point of view, the running time is O(n), where n is the number of 
parts in the assembly. However, from the algorithm point of view, the complexity of the 
algorithm should be 0(n2). The algorithm composes several computational steps: (1) extract 
geometrical data from STEP files, (2) transform coordinate systems, (3) project 3D models 
into 2D in the principal axes, (4) 2D collision detection, and (5) calculate interference-free 
matrices. The most time-consuming step is the last step, because if 2D collision exists 
between two projections in one projection direction, we go back to their 3D information and 
use ray-tracing method to check if the collision exists in the positive or negative direction. 
Thus, the actual running time depends not only on the number of parts but also on the 
number of collisions and the number of surfaces, edges, and vertices of the collided parts. 
2.6.2.2 Number of Holes 
To determine the effect of number of holes on computation time, the program was run 
for five example assemblies, which contained different numbers of holes but the same 
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number of parts, and computation time was measured and recorded. Figure 6 shows one of 
the five example assemblies tested. 
Part2 
Part4 
Part6 
Figure 6. Assembly with six holes 
For the assembly shown in Figure 6, which contains 7 parts and 6 through holes, 
program computation time was 7.771 seconds, and the following interference-free matrices 
were found: 
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Figure 7. Quadratic model of computation time versus number of holes 
Figure 7 plots computation time versus number of holes for the five example 
assemblies tested. The quadratic least-squares regression model for the relationship between 
predicted computation time and number of holes is: 
Predicted time = 7.3902857 + 0.0523 *number of holes + 0.0163571 *(number of holes - 4)2 
For a null hypothesis that there is no quadratic relationship between computation time and 
number of holes, the p-value for the quadratic model is 0.0037. For a 95% confidence level, 
we reject the null hypothesis, since the p-value is less than 0.05. Therefore, there is evidence 
of a statistically significant quadratic relationship between computation time and number of 
holes. The R2 value for the quadratic model is 0.996, which indicates that 99.6% of variations 
in computation time are explained by the quadratic model. In addition, all coefficients of the 
quadratic prediction equation are statistically significant at the 95% confidence level. The 
results indicate that, from the statistics point of view, the complexity of the algorithm may be 
0(h2), where h is the number of holes in the assembly. However, the actual complexity of the 
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algorithm about the number of holes depends largely on the number of edges for the hole 
bound. 
2.7 Conclusions 
In this paper, a method is presented for determining interference relationships 
between parts during assembly operations, using geometrical data extracted directly from 
CAD STEP files. The program takes a STEP file as input and creates, as output, six 
interference-free matrices for the six principal axis assembly directions. 
To determine interference relationships between parts in a principal axis assembly 
direction, all parts are projected onto a plane perpendicular to the principal axis assembly 
direction, projections are simplified, and overlapping relationships between projections are 
determined. Vertices for parts with overlapped projections are compared to determine if 
collisions between the parts would occur for the given assembly operation. 
The method can automatically determine spatial interference relationships between 
parts, during assembly operations, based upon geometrical data contained in CAD STEP files. 
A user simply needs to export a STEP file of a given assembly from any commercial CAD 
tool, run a program that implements the proposed method, and use the resulting text files, 
which contain interference-free matrices for the assembly, into an assembly planning tool. 
The method improves upon prior assembly planning methods, which require users to 
manually construct interference-free matrices by manually analyzing assembly models 
displayed on computer screens or in assembly drawings. 
Experimental measurements statistically indicate that the combined method 
algorithms are O(n), for n equal to the number of parts in the assembly model, and 0(h2), for 
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h equal to the number of through holes in assembly model parts. However, the statistical 
indication of the complexity of the algorithm may be applicable only to the models that are 
similar to the examples given in this paper. Mean while, the complexity of the algorithm 
depends partly on the number of edges and vertices of the part, and on the number of edges 
of the hole. Currently, the method proposed in this paper handles prismatic parts, axis-
aligned cylindrical parts, and axis-aligned holes. The algorithm does not handle complicated 
freeform surfaces. In future work freeform surfaces, arbitrary axis aligned conic surfaces, and 
arbitrary through holes will be considered. 
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CHAPTER 3. AUTOMATIC ASSEMBLY SEQUENCE PLANNING 
FROM STEP-CAD FILES 
A paper accepted by The International Journal of Computer Integrated Manufacturing 
Chunxia Pan, Shana S-F. Smith, Greg C. Smith 
3.1 Abstract 
In recent years, many research studies related to theoretical and applied assembly 
sequence planning have been conducted. However, with most prior proposed assembly 
planning methods, users need to enter manually all or part of the geometrical information 
needed to find valid assembly sequence plans for a given product design. In this paper, we 
propose a fully automated assembly sequence planner, which directly extracts geometrical 
information from an input CAD file and then finds assembly sequences, which require a 
minimum or near-minimum number of assembly direction reorientations, for a given product 
design. To make the method compatible with different CAD software packages, the proposed 
assembly planner takes, as input, a CAD STEP (STandard for the Exchange of Product 
model data) file. The planner uses a powerful and efficient genetic algorithm to find 
assembly sequences with a minimum number of reorientations. 
3.2 Introduction 
In the lifecycle of a product, the product's assembly plan significantly affects both 
assembly process efficiency and assembly line design. As a result, many research studies 
related to theoretical and applied assembly sequence planning have been conducted. Prior 
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assembly planning research can be classified into either graph-based or artificial intelligence-
based methods. 
Graph-based methods include feature mating (Anantha et al. 1996; Eng et al., 1999; 
Gu & Yan, 1995; Kim & Wu, 1990; Ling & Narayan, 1996), AND/OR graphs (Homem de 
Mello & Sanderson, 1990, 1991), connectivity graphs (Shpitalni, Elber, & Lenze, 1989), 
hierarchical partial order graphs (Lee & Shin, 1988), liaison diagrams (Baldwin et al., 1991; 
De Fazio & Whitney, 1987), precedence diagrams (Bullinger & Ammer, 1984; Delchambre, 
1990; Yin, Ding, Li, & Xiong, 2003), assembly constraint graphs (Wolter, 1990), and 
interference graphs (De Floriani, 1989). Graph-based methods have been used extensively, 
because they guarantee that an optimal assembly sequence can be found for a given product 
structure, if one exists. On the other hand, graph-based methods need a significant amount of 
computer memory space to store product assembly and subassembly sequence information. 
Graph-based assembly planners are also somewhat limited, with respect to product size, since 
run-times for graph-based algorithms are usually exponential with respect to the number 
components in the number of assembly components (Yin et al., 2003). 
As a result, many recent research studies have explored using artificial intelligence 
methods for assembly sequence planning. Artificial intelligence-based methods for assembly 
sequence planning generally use either genetic algorithms (Bonneville, Perrard, & Henrioud, 
1995; De Lit et at., 2001; Sanderson, Homem de Mello, & Zhang, 1990; Sebaaly & Fujimoto, 
1996; Smith & Smith, 2002, 2003; Smith, Smith, & Liao, 2001) or knowledge-based expert 
systems (Zha, 2000; Zha & Du, 2002; Zha, Lim, & Fok, 1998, 1999). 
Both graph-based methods and artificial intelligence-based methods depend upon 
assembly models, which contain geometrical information such as assembly structure and 
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assembly constraints. Assembly models are usually stored in in-memory data structures or 
databases. With most prior assembly planners, users must manually enter assembly feature or 
spatial constraint information to describe all parts in the product assembly model. 
To automate the assembly planning process more fully and thus to reduce the time 
required to find assembly plans for any given product, methods are needed for directly 
extracting and analyzing geometrical information and spatial constraints from the CAD files 
of designed products. In other words, next-generation assembly planners must be able to 
communicate directly with CAD applications via automated direct access to the geometrical 
information contained in CAD files, not by external manual interaction. However, only a few 
simple or incomplete prior research studies exist concerning fully automating the assembly 
sequence planning process, by integrating assembly planners with STEP CAD files. 
Mok, Ong, and Wu (2001) proposed a method of automatically generating assembly 
sequences and part-mating operations from CAD data contained in STEP files. However, 
they did not introduce detailed methods for extracting the geometrical information from 
STEP files needed to construct assembly models, and they did not consider optimization of 
assembly sequences. Mok et al. proposed a simple assembly sequence generation method 
based upon ordering assembly parts by part extrema in a single axis direction only. Zha and 
Du (2002) proposed a STEP-based method and system for concurrent integrated design and 
assembly planning. Zha and Du described, in detail, STEP schema and protocols for defining 
assemblies, and their research focused on using STEP to describe the prototype of an 
integrated design and assembly system. They did not propose methods for extracting 
geometrical product information from STEP CAD files or for optimizing assembly sequences. 
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Mok et al. used STEP-format CAD files as input data files for assembly sequence 
planning, and Zha and Du used STEP-format files as output for describing assembly 
processes. Using STEP-format CAD files provides an advantage over other input data 
formats, since many design, manufacturing, and assembly software applications support 
STEP file input and output capabilities. Thus, the proposed assembly planner is compatible 
with many different CAD application packages. 
The objective of this paper is to present a fully automated assembly sequence planner. 
The proposed fully automated assembly planner enhances the capabilities of a genetic 
algorithm-based assembly planner proposed by the second co-author, in prior research 
studies (Chen, 1998; Smith & Smith, 2002, 2003). In particular, the proposed fully 
automated assembly planner uses the genetic algorithm-based assembly planner to find 
optimal or near-optimal assembly sequences, but improves the planner by adding features for 
automatically (without human intervention) extracting geometrical assembly information 
directly from STEP CAD files, analyzing complex assemblies, determining interference 
relationships between assembly parts, and constructing product assembly models. 
3.3 Extracting Geometrical Information from STEP CAD Files Using JSDAI 
As mentioned earlier, a fully automated assembly planner must be able to extract 
product geometrical information directly from CAD applications or CAD files and then 
automatically analyze the extracted information to create product assembly models. An 
assembly planner that can extract geometrical information from STEP CAD files can be used 
with many different CAD applications, since most popular CAD applications have STEP 
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input and output capabilities. Therefore, the proposed assembly planner was designed to 
extract product assembly model information from STEP files. 
3.3.1 Introduction to STEP 
STEP (STandard for the Exchange of Product model data) is a family of ISO 
(International Standards Organization) standards established for representing and exchanging 
industrial product data in the CAX/PDM area. 
Part 21 of STEP (Physical File Format) defines the format and structure of a STEP-
format file. In addition, the format of mechanical part and assembly data contained in a STEP 
file must conform to Part 203 of STEP (ISO 10303-203), which is AP203 (Application 
Protocol 203) (Smith, Smith, & Smith, 2002). 
Part 22 of STEP (SDAI, the Standard Data Access Interface of STEP) is an abstract 
specification that defines the functionality of an API (Application Programming Interface) or 
a toolbox for simplifying STEP-capable application program development ("SDAI 
Overview," 2003). 
By implementing the complete Java programming language binding to SDAI (Java-
SDAI or JSDAI), application developers can add STEP Part 21 file input and output 
capabilities to a JAVA program ("ISO-10303-21 file versus SDAI," 2003). In this paper, a 
JSDAI developed by LKSoft, which can be downloaded from http://www.lksoft.com), was 
used to add capabilities to the proposed assembly planner for automatically extracting 
geometrical information from STEP Part 21 files. 
The core the JSDAI is a set of APIs for reading or writing STEP-format data from or 
to STEP files. The set of APIs consists of the JSDAI Runtime Environment and various Java 
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packages ("JSDAI V 2.3: Core API," 2003). The JSDAI Runtime Environment implements 
the SDAI dictionary schema, the SDAI_ session schema, and the SDAI operations as 
defined in ISO 10303-22, along with various extensions for Part 21 files: network access, 
mapping operations, event support, and others. After importing the Java packages into an 
application, the application can directly read geometrical data from STEP Part 21 files 
without translating the STEP files into another data file format. 
3.3.2 Extracting Local Part Coordinates from STEP Files 
Four classes in the "jsdai.lang" package of the JSDAI were needed for extracting 
local part coordinates from STEP files: SdaiSession, SdaiRepository, SdaiModel, and 
EntityExtent. The SdaiSession class is needed for beginning and ending any JSDAI session. 
The SdaiSession class is used for initializing and terminating any SDAI activity, completing 
data transfer transactions between the program and a STEP Part 21 file, and dynamically 
creating new repositories ("JSDAI V 2.3: Core API," 2003). An SdaiSession class object 
creates a new repository for a STEP Part 21 file, in a user-defined directory, and opens a 
tunnel between the repository and a STEP Part 21 file for completing data transfer 
transactions. 
The SdaiRepository class is a physical container for persistent storage of 
Schemalnstances, SdaiModels, and application instances ("JSDAI V 2.3: Core API," 2003). 
Persistent storage of SdaiModels and Schemalnstances in an SdaiRepository is realized 
through special directories containing binary data files. By default, the directories are created 
in a special repositories directory within the local file system. Users specify the repositories 
directory by setting the "repositories" property in the jsdai.properties configuration file. An 
SdaiRepository class object can get all the SdaiModels from an imported STEP Part 21 file 
or create a STEP Part 21 file that stores all the data contained in the repository. 
The SdaiModel class is used for grouping entity instances that belong to the same 
Express schema. Each SdaiModel is based upon one EXPRESS schema, called the 
underlying schema. All entity instances that can appear in an SdaiModel should be defined or 
declared in the EXPRESS schema underlying that particular SdaiModel. Every entity 
instance within an SdaiSession must belong to a SdaiModel. 
The EntityExtent class groups all entity instances within a SdaiModel into folders. 
There is one EntityExtent instance for each entity data type defined or declared in an 
EXPRESS schema. A folder corresponding to an entity data type contains all instances of 
that particular entity data type within the model and also contains all instances of that 
particular entity data type's subtypes within the same model. As a result, each folder 
represents an EntityExtent instance. 
A STEP Part 21 file includes two sections: a header section and a data section. The 
data section of a STEP Part 21 file represents one SdaiModel. All entity instances in the data 
section are grouped into folders corresponding to different entity types within the SdaiModel. 
As an example, to begin extracting local part coordinates for a simple test case, an 
SdaiSession, SdaiRepository, SdaiModel, and EntityExtent object must be initialized (Figure 
1 (a)). Then, the SdaiModel class getPopulatedFoldersQ method can be used to return the set 
of EntityExtent instances corresponding to each entity data type defined or declared in the 
EXPRESS schema for the given SdaiModel (Figure 1 (b)). 
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Figure 1 (a). Initializing four class objects 
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Figure 1 (b). Folders in an SdaiModel 
All the topological information and all the coordinates of a part can be obtained from 
the "topological representation item" EntityExtent instance folder. All the elements in the 
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B-rep (Boundary representation) of each part are contained within the folder as the entity 
type and subtype instances. By reading and following the instances' indices and each 
instance's components indices, the tree-like B-rep data structure of a part can be extracted 
from the STEP Part 21 file. 
In our developed program, three arrays are used to store the geometrical entities in the 
B-rep data structure of a part. The geometrical relationships between entities in the B-rep 
data structure can be represented as shown in Figure 2. In Figure 2, entities on the face-axis 
represent all faces of a part. A one-dimensional array is used to save all part faces. Entities on 
the face-edge plane represent all part edges. A two-dimensional array is used to save all part 
edges. Entities in the face-edge-vertex space represent all part vertices, and a three-
dimensional array is used to save all part vertices. For example, Edge 23 represents the 3rd 
edge on the 2nd face of the part, and Edge 23 is saved in the two dimensional array. As shown 
in Figure 2, Vertex 02n represents the nth vertex of the 2nd edge on the 0th face of the part, and 
Vertex 02n is one of the elements in the three-dimensional array. 
a Edge Edge nn 
n 
3 _ Edge 23 
2 
1 -
Vertex 02n Face 
n 
n 
S 
Vertex 
Figure 2. Relationships between all geometrical entities 
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In a STEP file, within the B-rep structure of a part, every edge is repeated twice 
(belongs to two faces) and every vertex is repeated six times (belongs to three faces and on 
each face, a vertex belongs to two edges). Therefore, in the two dimensional array, each 
element is recorded twice; in the three dimensional array, each element is recorded six times. 
3.3.3 Transforming Parts into a Uniform Coordinate Space 
By analyzing assembly models stored in STEP files, the investigators determined that 
the coordinates of each part in an assembly model are given with respect to a local coordinate 
space for the part. An assembly coordinate space is also defined, which only matches the 
coordinate space for the first part in the assembly model. As a result, to analyze interference 
relationships between parts during assembly, part coordinates, for all parts except the first 
part in the STEP file, need to be transformed into the assembly coordinate space. Information 
contained within the STEP file for the assembly model can be extracted and used to 
transform part coordinates into the assembly coordinate space. 
By creating and analyzing several different STEP assembly models, the investigators 
also determined that the transformation information stored within the STEP file, for each part, 
includes two Cartesian points for origins (new and original origin coordinates), two vectors 
for axis directions (new and original axis directions), and two vectors for reference directions 
(new and original reference directions). The transformation information for all parts in the 
assembly model can be extracted from the "item defined transformation" EntityExtent 
instance folder. Each item in the "item defined transformation" folder represents the 
transformation information of a single assembly model part. As shown in Figure 3, a STEP 
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assembly model that contains four parts contains four corresponding instances of the 
"item defined transformation" entity type. 
As shown in Figure 3, each "item defined transformation" entity instance has two 
attributes: "transform item l" and "transform item 2". In Figure 3, the two highlighted 
attributes belong to instance "#725", which contains all the transformation information for 
one part in the given STEP file. The "transform item^l" attribute contains the part's new 
origin coordinates, new axis direction, and new reference direction. The "transform item 2" 
attribute contains the part's original origin coordinates, original axis direction, and original 
reference direction. 
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4 transforn_item_2 = #893=AXIS2_PLACEMENT_3DC 
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Figure 3. Transformation information in an SdaiModel 
New and original origin coordinates determine the translation needed to transform a 
part from its local coordinate space into the assembly coordinate space. New and original 
axis and reference directions determine the rotation needed to transform a part from its local 
coordinate space into the assembly coordinate space. Therefore, translation and rotation 
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matrices can be found for transforming each part in the assembly model into the assembly 
coordinate space. Each part vertex can then be transformed into the assembly coordinate 
space, using matrix multiplication methods. 
3.4 Determining Interference Relationships between Parts 
Since most mechanical components (in automated assembly processes) are assembled 
along the principal axes (Chen, 1998), the proposed assembly planner considers interference 
relationships between parts, during assembly, in six principal axis directions (+x, -x, +y, -y, 
+z and -z). The proposed planner uses geometrical 3D-to-2D projection methods, along the 
six principle axis directions, to determine interference relationships between parts during 
assembly. If the projections of two parts along a given axis direction overlap, the two parts 
may collide when one of the parts moves in the given direction toward or past the other part. 
Using part projection methods along the six principle axis directions simplifies 
determining 3D interference relationships into determining 2D interference relationships. 2D 
projections of 3D parts, in a given direction and onto a given 2D projection plane, can be 
determined from 3D part vertex coordinates, the projection direction, and the geometrical 
definition of the projection plane. From 2D part projections, 3D interference relationships 
between parts, during assembly operations, can then be determined (Pan, Smith, & Smith, 
2005). 
Prior research studies have proposed using matrices to store part interference 
relationship information for assembly planning. Dini and Santochi (1992) used ri*n 
interference matrices to represent interference relationships between the n parts in an 
assembly model, with one matrix Ak for each assembly direction k. For Dini and Santochi's 
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interference matrix (Ak), %= 1, if part i interferes with part j when moving along the k 
direction into assembled position with part j already in assembled position. Chen (1998) 
defined a moving wedge for each pair of components MW (pu pj) as the set of all collision-
free directions in which pt may be assembled, with respect to pj. Smith, et al. (2001) defined 
six n*n interference-free matrices to represent interference relationships, in the six principal 
axis directions, between the n parts in an assembly model. For Smith et al.'s interference-free 
matrix (Fk), Fkjj (element at the intersection of the ith row and the jth column) is 0, if 
component Pt collides with part Pj when moving in direction k from infinity into assembled 
position; otherwise, F^ij is 1. For example, assume that the interference-free matrix of a 
three-part assembly structure for the +y direction is: 
Part 1 2 3 
0 1 1 
0 0 1 
0 1 0 
(Interference-free matrix for +y direction) 
Then, since matrix element F+yjj = 0 and F+yjj = 1, when Part 2 is assembled in the 
+y direction, if Part 1 has already been assembled, Part 2 will collide with Part 1. On the 
other hand, when Part 1 is assembled in the +y direction, if Part 2 has already been 
assembled, Part 1 will not collide with Part 2. 
The proposed fully automated assembly planner uses the interference-free matrix 
format proposed by Chen (1998) and Smith and Smith (2002, 2003) to store assembly model 
part interference relationships derived from the assembly model STEP file. 
3.5 Finding Optimal or Near-Optimal Assembly Sequences for a Given Assembly Model 
For an assembly model, with part interference relationships stored in interference-free 
matrices, the genetic algorithm-based assembly planner proposed by Chen (1998) and Smith 
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and Smith (2002, 2003) can be used to find optimal or near optimal assembly sequences for 
the assembly model. The proposed fully automated assembly planner uses the genetic 
algorithm-based assembly planner proposed by Chen (1998) and Smith and Smith (2002, 
2003) to find optimal or near-optimal assembly sequences, but enhances the planner by 
adding features for automatically (without human intervention) extracting geometrical 
assembly information directly from STEP CAD files, analyzing complex assemblies, 
determining interference relationships between assembly parts, and constructing product 
assembly models. 
From Smith et al. (2001), the set of all possible assembly sequences for product 
structure PS defines an assembly sequence domain space S for product structure PS. Given a 
product structure PS containing n parts, P = {pi,p2, •••, pn}, the genetic algorithm-based 
assembly planner proposed by Chen (1998) and Smith and Smith (2002, 2003) finds valid 
optimal or near-optimal assembly sequences s = {qi,q2, .... qn) in S. Valid assembly 
sequences must meet product geometrical constraints. In addition, an optimal solution must 
provide the best possible part assembly sequence with respect to a set of user-defined 
physical constraints, such as the number of reorientations, number of fixtures, number of tool 
changes, or the stability during assembly. In this paper, geometrical constraints and 
minimizing the number of reorientations during assembly are considered. 
Chen (1998) recommends using five genetic operators for genetic algorithm-based 
assembly planning: cross-over, mutation, cut-and-paste, break-and-join, and reproduction. 
Chen also recommends using a fitness function to evaluate assembly sequences; for a valid 
assembly plan s, fitness(s) = 2Nmax - n(s), where Nmax is the total number of parts in the 
assembly. If the user-defined physical constraint for optimization is to minimize the number 
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of reorientations (or tool changes), n(s) is the number of reorientations (or tool changes) 
required for assembly sequence 5. The fitness of an invalid plan is assigned to be (Nmax / 2) 
(Chen, 1998). 
The complete fully automated assembly planner automatically (without human 
intervention) extracts geometrical assembly information directly from STEP CAD files, 
analyzes complex assemblies, determines interference relationships between assembly parts, 
constructs product assembly models composed of interference-free matrices, and finds 
optimal or near-optimal assembly sequences for the given assembly using genetic algorithm-
based assembly planning methods. Assembly planner input is a STEP CAD file, which 
describes a given assembly structure, and output is a set of optimal or near-optimal assembly 
sequences for the assembly contained in the STEP file. Assembly sequences are given as a 
list of all assembly parts, in optimal or near-optimal assembly order, with the optimal or 
near-optimal assembly direction for each part also given. 
3.6 Implementation 
3.6.1 Case Study 1 
Part3 
Parti 
Part 2 
Part 1-
Part 3 N 
\ 
x 
X 
x 
X 
XX 
X2 
Part 4 
JL 
X 
X 
(a). 3D assembly model (b). Section view of the assembly 
Figure 4. Case study 1 - an assembly model with through holes 
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Figure 4 shows a case study used for testing the proposed assembly planner. As 
shown in Figure 4, the model includes four parts. Parti has three through holes into which, 
during assembly, Parts 2, 3, and 4 are inserted. Parts 2 must be inserted in a different 
assembly direction than Parts 3 and 4. Therefore, at least one assembly direction 
reorientation is required to assemble the model completely. The model was created using 
Pro/Engineer and saved in STEP format. 
Input STEP files 
Output optima 
v sequences 
Determine interference 
information 
Optimize assembly 
sequence 
Extract transformation 
information 
Compute assembly 
coordinates for each part 
Extract local coordinates of 
each part 
Figure 5. Process flow chart for the assembly planner 
Figure 5 shows the process flow chart for the fully automated assembly planner. After 
importing the STEP file for the model into the assembly planner, the original coordinates of 
each part were extracted, as shown in Figure 6 (a). The transformation information for each 
part was extracted, as shown in Figure 7. After extracting both the original (part coordinate 
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space) coordinates and the transformation information of each part, the assembly planner 
calculated the new (assembly coordinate space) coordinates for each part in the assembly, as 
shown in Figure 6 (b). In Figure 6, each group of three numbers represents the original or 
new x, y and z coordinates of a part vertex. 
C : \W INDOWS\System 32\cmd.e: 
he coordinates of pai*t2 
1.0 
(a) Original coordinates (b) New coordinates 
Figure 6. Transformation of part coordinates into the assembly coordinate space 
Figure 7 shows the transformation information extracted from the STEP file for the 
assembly model, which was used to transform the part coordinates from part coordinate 
spaces into the assembly coordinate space. In Figure 7, there are three groups of numbers for 
each part. The three groups represent the transformation information for each part: new and 
original Cartesian points, new and original axis directions, and new and original reference 
directions (as discussed in Section 2.3). In STEP, the default assembly coordinate system is 
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the coordinate system of the first assembled part. In Figure 7, for the given assembly, since 
Part 1 is the first assembled part, the numbers in each group of numbers for Part 1 are 
identical. 
ct C:\WNDOWS\System32\cmd.exe 
ransfornation information of parti 
Cartesian points 
eu: 0.0,0.0,0.0 
riginal: 0.0,0.0,0.0 
xis direction 
ew: 0.0,0.0,1.0 
riginal: 0.0,0.0,1.0 
eference direction 
ew: 1.0,0.0,0.0 
riginal: 1.0,0.0,0.0 
ransfornation information of part2 
Cartesian points 
ew: 0.0,2.0,0.0 
riginal: 0.0,0.0,0.0 
xis direction 
ew: 0.0,0.0,1.0 
original: 0.0,0.0,1.0 
eference direction 
ew: 1.0,0.0,0.0 
riginal: 1.0,0.0,0.0 
ransfornation information of part3 
Cartesian points 
ew: —3.5,0.5,2.7 
Figure 7. Transformation information of all parts 
After the coordinates for all parts were calculated, for the assembly coordinate space, 
the assembly planner determined interference relationships between all parts during assembly 
operations, using the projection method. For the given test case, the assembly planner 
automatically created the following six interference-free matrices: 
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+x 
-X +y -y +z -z 
"0 0 0 0" "0 0 0 0" "0 0 11" "0 0 0 0" "0 10 0" "0 10 0" 
0 0 11 0 0 11 0 0 11 0 0 11 10 11 10 11 
0 10 1 0 10 0 0 10 1 1 1 0  1  0 10 1 0 10 1 
0 10 0 0  1 1 0  0  1 1 0  1 1 1 0  0  1 1 0  0  1 1 0  
After deriving the six interference-free matrices, the assembly planner automatically 
searched for optimal or near-optimal assembly sequences for the given assembly model, 
using a genetic algorithm-based assembly planning method (Smith & Smith, 2002), and 
output the resulted sequences: 
Sequence (2, 1, 4, 3) assembly direction (±z, ±z, -y, -y) 
Sequence (2, 1,3,4) assembly direction (±z, ±z, -y, -y) 
Sequence (1, 2, 3, 4) assembly direction (±z, ±z, -y, -y) 
Sequence (1, 3, 4, 2) assembly direction (-y, -y, -y, ±z) 
During the search for optimal or near-optimal assembly sequences, the assembly 
planner allows users to set genetic algorithm population size. For determining optimal or 
near-optimal assembly sequences from the six interference-free matrices, Smith et al. (2001) 
recommends setting assembly planner population size to approximately the number of parts 
in the assembly. For the four-part model in Figure 4, a population size of four was selected, 
and the assembly planner was run 20 times. 
Two termination criteria for the search were used: a limit of 500 generations or when 
average population fitness reached a set level. Searching stopped when either of the two 
termination criteria was met. Average population fitness was first set to zero reorientations, 
but the search terminated after 500 generations without finding four zero reorientation 
assembly sequences. Average population fitness was then set to one reorientation, and the 
search terminated after successfully finding four one-reorientation sequences in all 20 runs. 
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During the search process, assembly sequences in the population were not required to be 
unique. 
For 20 runs, the average final fitness was 7.00 and the average run time was 203.98 
seconds (Including overall runtime for the entire process: extracting information, calculating 
interference-free matrices, and finding assembly sequences). The planner found different 
one-reorientation assembly sequences in different runs. The output assembly sequences given 
above are from the last of the 20 runs. From the given output, several one-reorientation 
assembly sequences exist. One reorientation is the minimum number of assembly direction 
reorientations for the given assembly model. 
3.6.2 Case Study 2 
Part 2 
Figure 8(a). Simplified controller model Figure 8(b). Real Model of the controller 
Figure 8 shows CAD model and a photograph for a subassembly from a power 
controller, which was used for Case Study 2. For the given model, the proposed assembly 
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planner automatically generated the following interference-free matrices, using the projection 
method: 
+ x - X + y -y + z - z 
" 0  1 1 0  0 "  "0 0 0 0 0" "0 0 0 1 1" "0 0 1 0 0" " 0  0  1 1 1 "  "0 0 1 1 1" 
0 0 10 0 1 0 0 0 0 0 0 0 1 1 0 0 0 1 1 0 0 0 1 0 0 0 0 0 1 
0 0 0 0 0 1 1 0  1 1  10 0 11 0 0 0 1 1 10 0 11 10 0 11 
0 0 10 1 0 0 0 0 1 0  1 1 0  1  1 1 1 0  1  10 10 0 1 1 1 0  1  
0  0  1 1 0  0 0 0 1 0 0  1 1 1 0  1 1 1 1 0  1 1 1 1 0  10 10 0 
For the controller model, a population size of five was used, and the assembly planner 
was run 20 times. Two termination criteria for the search were used: a limit of 500 
generations and a required maximum value for at least one assembly sequence in the final 
population. The search was terminated when either of the termination criteria was met. The 
maximum value for at least one assembly sequence was first set to 10 (zero assembly 
direction reorientations), but the search failed to find a zero reorientation assembly sequence 
after 500 genetic algorithm generations. The maximum value for at least one assembly 
sequence was then set to 9 (one assembly direction reorientation) and the search terminated 
successfully in all 20 runs. During the search process, assembly sequences in the population 
were not required to be unique. 
The assembly planner was run 20 times to determine the average number of 
generations and the average run-time required to find geometrically feasible sequences which 
required a minimum or near minimum number of assembly direction reorientations, for the 
given example. The genetic algorithm-based assembly planner uses a stochastic search 
technique, and therefore may not find a global optimal solution for any given assembly 
structure. However, in practice, near-optimal solutions may be acceptable. On the other hand, 
64 
genetic algorithm-based assembly planners, in general, run much more quickly than graph-
searching assembly planners. 
Actual assembly planner results for the first of the 20 runs are given below. The 
initial and final populations for the given run are shown, along with fitness values for each 
member (assembly sequence) in the initial and final populations. The initial population was 
generated automatically, using a random number generator. 
For the given example, at least one reorientation (Fitness = 9) is needed to completely 
assembly the device. A fitness value of {Nmax/2) = (5 / 2) = 2.5 indicates that a given 
assembly sequence is invalid; the device cannot be assembled using the given assembly 
sequence, since the given assembly order leads to a violation of geometric constraints. All 
initial generation assembly sequences are invalid. Therefore, each initial assembly sequence 
has a fitness value of 2.5. 
Initial generation: 
(5.4.1.2.3)  Fitness = 2.5 
(5.3.2.4.1)  Fitness = 2.5 
(5.2.1.3.4)  Fitness = 2.5 
(3, 5, 4, 2, 1) Fitness = 2.5 
(4.3.1.5.2)  Fitness = 2.5 
Final generation: 
(1,2,3,4,  5)  Fitness = 9.000000 
(2, 1, 3, 5, 4) Fitness = 8.000000 
(2, 1,3,4, 5) Fitness = 8.000000 
(2, 1,3,5,4) Fitness = 8.000000 
(2, 1,3,4, 5) Fitness = 8.000000 
Average fitness for the first generation is 2.5. Average fitness for the last generation is 8.2. 
The run time was 0.05 seconds. For the last generation, the assembly sequence with the 
highest fitness value (9) requires one assembly direction reorientation, which is a known 
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minimum with respect  to number of  assembly direct ion reorientat ions,  for  the given test  case.  
Thus, for Case Study 2, the proposed fully automated assembly planner, without human 
intervention, found an assembly sequence (1,2,3,4,5) for the given test case. The assembly 
planner also reported the allowed assembly directions for each part in the given assembly 
sequence: 
Part 1 
Part 2 
Part 3 
Part 4 
Part 5 
{+x, -x, +y, -y, +z, -z} 
{-%} 
{-%} 
{-y} 
{-y} 
The allowed assembly directions show that to assemble the subassembly from the power 
controller in the given order, with only one reorientation, requires that parts 1, 2, and 3 be 
assembled in the -x direction, and that parts 4 and 5 be assembled in the -y direction. 
Assembly planner results for the last of the 20 runs are given below. 
Initial generation: 
(2, 5, 4, 3, 1) Fitness = 2.5 
(4.1.5.3.2)  Fitness = 2.5 
(2.4.5.1.3)  Fitness = 2.5 
(1, 2, 3, 4, 5) Fitness = 9.0 
(3.2.1.5.4)  Fitness = 9.0 
Final generation: 
(3, 2, 1,5, 4) Fitness = 9.000000 
(3.2.1.5.4)  Fitness = 9.000000 
(1.2.3.4.5)  Fitness = 9.000000 
(1.2.4.5.3)  Fitness = 8.000000 
(1.2.5.3.4)  Fitness = 7.000000 
Average fitness for the first generation is 5.1, and average fitness for the last generation is 8.4. 
The run time for sequence searching was 0.01 seconds (This time does not include extracting 
information and generating matrices). By chance, two of the randomly generated assembly 
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sequences in the first generation require only one reorientation. However, the assembly 
planner improved overall population fitness from 5.1 to 8.4, within 0.01 seconds. The planner 
also found geometrically feasible sequences which require two reorientations (Fitness = 8.0) 
and three reorientations (Fitness = 7.0). 
For the one-reorientation assembly sequence (3, 2, 1,5, 4), the assembly planner also 
reported the allowed assembly directions: 
Part 3: {+x, -x, +y, -y, +z, -z} 
Part 2: {+x} 
Part 1: {+x} 
Part 5: {—y} 
Part 4: {-y} 
The results show that one reorientation is needed to complete the given assembly sequence. 
The first three parts should be assembled in the +x direction, and the last two parts should be 
assembled in the -y direction. 
For all 20 runs, the average final fitness was 8.33 and the average run time was 
10.21 seconds (This is overall implementation time of the planner for each run). The planner, 
in all 20 runs, found more than one geometrically feasible one-reorientation sequence. 
3.7 Conclusion 
This paper presents a fully automated assembly sequence planner. The proposed fully 
automated assembly planner improves the capabilities of Smith and Smith's genetic 
algorithm-based assembly planner (2002) by directly extracting geometric information from 
STEP CAD files, analyzing the geometric information to determine geometric assembly 
constraints, and automatically generating interference-free matrices to represent spatial 
constraints between components during assembly operations. 
67 
The fully automated assembly planner eliminates the need for human interaction or 
intervention to generate necessary geometric input information for assembly planning, which 
was needed with previous assembly planners. The developed assembly planner takes a 
STEP-CAD file as input and automatically outputs geometrically feasible assembly 
sequences which require a minimum or near minimum number of assembly direction 
reorientations, for the given assembly model, along with assembly directions for each part. 
As a result, the proposed fully automated assembly planner improves the efficiency of 
assembly sequence planning by completely eliminating the need for manual input during the 
assembly sequence planning process. Since STEP is an international standard, most CAD 
software applications provide STEP file input and output capabilities. As a result, the 
proposed assembly planner can be used to analyze assembly models from most CAD 
applications. Users simply need run the assembly planner and import the STEP-CAD file 
which they would like to analyze. 
The assembly planner automatically finds geometrically feasible assembly sequences 
which require a minimum or near minimum number of assembly direction reorientations for 
the input assembly model, along with allowed assembly directions for each part in the output 
assembly sequences. The assembly planner also allows users to set search and search 
termination criteria, such as population size, maximum allowed run time, maximum fitness 
required within the final generation, required average final fitness for the final generation, or 
whether the final generation should contain only unique assembly sequences. 
In this paper, only the number of assembly direction reorientations was taken as a 
search criterion. However, during assembly, subassembly stability at each assembly step is 
also an important factor. The current developed assembly planner can also consider stability 
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as a search criterion, using stability matrices as input, in addition to interference-free 
matrices. However, the developed planner can not yet automatically generate the required 
stability matrices directly from CAD files. Thus, in future studies, methods need to be 
developed for automatically generating stability matrices from STEP assembly models. 
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CHAPTER 4. A CASE STUDY: THE IMPACT OF ASSEMBLY 
REORIENTATIONS ON ASSEMBLY TIME 
A paper submitted to The International Journal of Production Research 
Chunxia Pan, Shana Smith 
4.1 Abstract 
Many prior assembly planners have considered the number of assembly direction 
reorientations as an assembly sequence evaluation and selection criterion for assembly 
sequence planning. However, little research has been conducted to evaluate the effectiveness 
of the selected assembly sequences. This paper studies the impact of assembly direction 
reorientations on assembly time. Results of the case study show that, for both robot and 
human-operator assembly processes, the number of reorientations in an assembly sequence 
has a significant impact on assembly time. The results support the study research hypothesis 
that using an assembly sequence requiring more assembly direction reorientations results in 
longer assembly time. The study explicated in this paper helps verify and quantify the 
importance and effectiveness of reducing number of assembly direction reorientations in 
assembly sequence planning. 
4.2 Introduction 
Assembly is a very important manufacturing activity. In modern manufacturing, 
assembly tasks usually occupy a significant percentage of total production time and total 
manufacturing cost. Boothroyd (1994) reported that assembly tasks account for 20-70% of 
total production work, with an average of 45%. In traditional manufacturing, assembly tasks 
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account for about 50% of total production time and more than 20% of total manufacturing 
cost (Fan & Dong, 2003). Ishii (1995) stated that, since most assembly tasks are done by 
human operators, costs for assembly operations are very high. 
Assembly cost depends on several characteristics of a given assembly process: 
assembly time, labor cost, number of fixtures and tools, number of stations in each assembly 
line, and number of assembly lines needed. Reducing assembly time can reduce assembly 
cost, when other factors which affect assembly cost are held constant. In manufacturing 
systems, total assembly time for a batch of product is determined by the batch size and cycle 
time of the assembly line. Thus, during assembly process planning, assembly line cycle time 
is an important factor that needs to be considered, to help meet market requirements and to 
reduce assembly cost. 
To remain competitive in their markets, reducing cycle time is important to 
manufacturing companies. Therefore, methods for reducing cycle time need to be considered 
and developed. Assembly line cycle time is determined by the assembly line workstation 
which has the maximum operation time. A traditional way to reduce cycle time is to add 
workstations into the line or to add additional assembly lines. However, adding workstations 
or assembly lines will generally increase overall assembly cost. 
Another way to reduce cycle time is to find optimal assembly sequences for the 
subassemblies assigned to each workstation. Lai and Huang (2004) stated that good assembly 
sequence planning has been recognized as a practical method for reducing assembly task 
difficulty, tool quantity, and work hours. Since an optimal assembly sequence can reduce the 
number of assembly direction reorientations and the number of tool changes needed, 
optimizing assembly sequence can also reduce overall manufacturing system cycle time. 
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The process of finding an optimal assembly sequence involves generating feasible 
assembly sequences and then selecting an optimal or near-optimal sequence from the set of 
feasible assembly sequences, based on a set of selection criteria. Feasible assembly 
sequences must provide an order for successfully putting the initially separate parts together 
to form the designed product. The ability to find an optimal or near-optimal assembly 
sequence can reduce both manufacturing cost and time. 
Many prior research works have been reported related to selecting preferred or 
optimal assembly sequences with respect to certain criteria. Prior criteria used include: the 
number of tool changes, the number of assembly direction reorientations, concurrency of 
operations, and the reliability of subassemblies (Kandi & Makino, 1996). 
In 1989, Wolter proposed assembly sequence planning based on directionality. 
Wolter defined directionality as an assembly sequence selection criterion related to 
assembling as many parts as possible from a single direction. Using directionality as an 
assembly sequence selection criterion helps eliminate extraneous operations related to 
reorienting the work piece. 
Later, Baldwin et al. (1991) built a user-interactive assembly planning software tool, 
which took both number of refixturing operations and number of assembly direction 
reorientations into consideration. Lee (1992) presented an assembly planner that analyzed 
assembly cost in terms of both subset stability and number of reorientations. Lee's results 
indicated that using a single assembly direction leads to advantages over using multiple 
assembly directions. Rohrdanz, Mosemann, and Wahl (1996) and Zha, Lim, and Fok (1998) 
also developed assembly planners that generated and evaluated assembly sequences with 
respect to number of work piece reorientations. De Lit et al. (2001) proposed an assembly 
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planner using four criteria to select an optimal assembly sequence: number of assembly 
direction reorientations, subset stability, parallelism between assembly operations, and the 
latest or earliest components attached to the assembly. Chen (1998) developed a genetic 
algorithm-based assembly planner which searched for optimal or near-optimal assembly 
sequences with respect to number of reorientations. Smith, Smith, and Liao (2001) proposed 
a genetic algorithm based assembly planner, which used both subassembly stability and 
number of assembly direction reorientations as criteria for finding an optimal or near-optimal 
assembly sequence. Pan, Smith, and Smith (under review) developed a method to 
automatically generate optimal or near-optimal assembly sequences, with respect to number 
of reorientations, directly from STEP CAD files. 
All the cited assembly planners, which use number of assembly direction 
reorientations as a selection criterion, assume that number of assembly direction 
reorientations in an assembly sequence has an effect on assembly time and cost. However, 
none of the studies verified the assumed effect of assembly direction reorientations on 
assembly time. 
In this study, the effect of using an optimal assembly sequence, with a minimum 
number of assembly direction reorientations, on assembly time was explored. Pan, Smith, 
and Smith's automatic assembly sequence planner was used to generate automatically 
optimal or near-optimal assembly sequences, with respect to number of reorientations, 
directly from STEP CAD files. To verify the effect of number of assembly direction 
reorientations on assembly time, both manual human operator assembly and robot assembly 
were studied. 
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4.3 Research Questions, Variables, and Hypotheses 
In this study, a research question was formulated: Does the number of assembly 
direction reorientations in an assembly sequence have a significant effect on assembly time? 
The research hypothesis associated with the given question is that more assembly direction 
reorientations in an assembly sequence result in longer assembly time. The independent 
variable in the research question is number of assembly direction reorientations, and the 
dependent variable in the research question is time needed to complete the assembly work. 
To test the hypothesis, times used to assemble the same product when using different 
assembly sequences, which required different numbers of assembly direction reorientations, 
were recorded and compared. 
4.4 Research Method 
Times used to assemble the same product when using different assembly sequences, 
which required different numbers of assembly direction reorientations, were compared for 
both robot assembly and manual human operator assembly. For both robot and manual 
human operator assembly, three treatments for number of assembly direction reorientations 
were compared. That is, three feasible assembly sequences for a product, which required 
different numbers of assembly direction reorientations, were implemented. Assembly times 
for each assembly sequence were measured. 
For robot assembly, speed of the robot arm was held constant. Therefore, the study 
assumed that number of assembly direction reorientations, which was varied, would be the 
only factor that could have a significant impact on assembly time. 
Manual human operator assembly operations were conducted in two separate 
experiments. In the first experiment, human operators were required to assemble all parts, 
77 
following a randomly assigned assembly sequence, and were required to implement all 
assembly direction reorientations specified by the given sequence. In the second case, human 
operators were required to assemble all parts, following a randomly assigned assembly 
sequence, but the operators were not required to implement reorientation operations specified 
by the given sequence. For both manual human operator assembly experiments, randomized 
complete block designs were used to compare average assembly times for assembly 
sequences with different numbers of assembly direction reorientations. 
For statistical comparisons, the a error rate was set to 5%, the (3 error rate was set to 
10%, and the difference to be detected (A/a) was set to be 2.0. Since three treatments were 
used, based on recommendations by Nelson (1985), sample size was set to eight; for each 
assembly sequence, the test product was assembled eight times. All human assembly 
operators for the study were students from the Industrial Technology Program at Iowa State 
University. All the volunteers were male students from five grade levels (freshman, 
sophomore, junior, senior, and graduate). 
4.5 Case Study 
4.5.1 CAD Model 
In the case study, a power controller (manufactured by Furnas Electric Co.), as shown 
in Figure 1, was used as the product to be assembled. A simplified CAD model of the 
controller is shown in Figure 2. The CAD model was created using Pro/E wildfire 2.0 and 
saved to a CAD STEP file for input to Pan, Smith, and Smith's (2005) automatic assembly 
sequence planner. 
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Part 1 
Figure 1. Photos of the actual physical controller 
Part 2 
Part 6 
Part 5 
Figure 2. Simplified CAD model for controller 
4.5.2 Assembly Sequences with Different Numbers of Reorientations 
An optimal sequence for assembling the given product, which was generated by the 
automatic assembly sequence planner, is: (1, 2, 3,4, 5, 6). Required assembly directions for 
each component in the sequence, which were specified by the assembly sequence planner, 
are: {-x, -x, -x, -y, -y, -y}. The optimal assembly sequence, with respect to number of 
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assembly direction reorientations, needs one reorientation, after assembling Part 3. Part 3 
should be assembled in the -x direction and Part 4 should be assembled in the -y direction. 
A feasible sequence with two assembly direction reorientations, which was found 
using the automatic assembly sequence planner, is: (1, 2, 4, 5, 3, 6). Required assembly 
directions for each component in the assembly sequence, which were specified by the 
automatic assembly sequence planner, are: {-x, -x, -y, -y, -x, -x}. The assembly sequence 
requires two assembly direction reorientations, one after Part 2 is assembled and the other 
after Part 5 is assembled. 
A feasible sequence with three reorientations, which was found using the automatic 
assembly sequence planner, is: (1, 2, 4, 3, 5, 6). Assembly directions for each component in 
the assembly sequence, which were specified by the automatic assembly sequence planner, 
are: {-x, -x, -y, -x, -y, -y}. 
4.5.3 Robot Assembly 
The three assembly sequences were implemented, in random order, on a robot 
assembly workstation. The robot used in the robot assembly workstation was a Mitsubishi 
RV-2AJ, as shown in Figure 3. 
Figure 3. MITSUBISHI RV-2AJ robot 
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For all three assembly sequences, robot's movement speed was held constant. The 
robot's starting and ending positions, for each assembly sequence, were also the same. For 
the robot assembly process, it was assumed that true assembly time would not vary, for 
replications of a given assembly sequence, with the robot's movement parameters set to 
constants. As a result it also was assumed that any variability in measured assembly time, for 
replications of a given assembly sequence, was due to random measurement errors when 
measuring robot assembly time. For robot assembly, each assembly sequence was 
implemented three times. Totally, the robot assembled the product nine times, with three 
replications of each assembly sequence. The nine trials were executed in random order. 
Three replications were used for each assembly sequence, to reduce the effect of random 
measurement errors when measuring assembly time. The collected assembly times for each 
sequence are shown in Table 1. 
Table 1. Robot assembly times for three sequences 
One reorientation Two reorientations Three reorientations 
overall / reorient overall / reorient overall / reorient 
189/39 seconds 
189/39 seconds 
189/39 seconds 
220 / 68 seconds 
222 / 68 seconds 
221 /68 seconds 
258/  107 seconds 
255 / 106 seconds 
258 / 108 seconds 
For the assembly sequence that required one assembly direction reorientation, the 
average robot assembly time was 189 seconds, including 39 seconds for completing the 
reorientation operation. For the assembly sequence that required two assembly direction 
reorientations, the average robot assembly time was 221 seconds, including 68 seconds for 
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the two reorientation operations. For the assembly sequence that required three assembly 
direction reorientations, the robot took 257 seconds, on average, to assemble the product, 
which included 107 seconds for the three reorientation operations. 
The effect tests, as shown in Figure 4, indicate that sequences had a significant effect 
on overall assembly time, since the /rvalue is very small (<.0001). 
Effect Tests 
Source Nparm OF Sum of Squares F Ratio Prob > F 
Sequence 2 2 6944.0000 2604 <.0001 
Figure 4. Effect tests for robot assembly 
Thus, LSMeans Differences Tukey HSD was used to detect significant differences 
between the three sequences, as shown in Figure 5. The results in Figure 5 indicate that all 
three sequences were significantly different from each other in mean assembly time, at a 5% 
experiment-wise error rate. 
Level Least Sq Mean 
3 A 257.00000 
2 B 221.00000 
1 C '89.00000 
Levels not connected by same letter ere significantly different 
Figure 5. Differences in overall assembly time between the three sequences 
The findings of the robot assembly experiment indicate that assembly direction 
reorientations, in practical automated assembly processes, may take a significant amount of 
total assembly time. In addition, the experimental results show that reorientation operations, 
for the given product, robot workstation, and assembly sequences, account for approximately 
20% to 40% of total assembly time. As a result, detected differences in mean assembly time 
between the three assembly sequences were considered to be valid practical indications of the 
effect of assembly sequence on assembly process, for robotic assembly operations. 
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4.5.4 Human Operator Assembly 
4.5.4.1 Assembly with Recommended Assembly Directions and Reorientations 
In this experiment, each operator was asked to implement each assembly sequence 
only once. In total, each operator implemented three assembly sequences, assembling the 
product once with each of the three assembly sequences. For each operator, the order of the 
three assembly sequences was randomly assigned. Times taken for each assembly task were 
recorded. Since the recommended sample size for each sequence was eight, eight operators 
were involved in this experiment. 
Each operator was asked to implement all reorientation operations specified by the 
given sequence. During the assembly process, operators were required to reorient the 
subassembly (partially finished product) on a fixture, as specified by the given assembly 
sequence (Figure 6). Times taken by each operator for each assembly sequence are shown in 
Table 2. 
Figure 6. Operator assembly with reorienting 
Analysis of the data shows that mean assembly time for the assembly sequence which 
requires one reorientation was 28.25 seconds, mean assembly time for the assembly sequence 
which requires two reorientations was 41.625 seconds, and mean assembly time for the 
assembly sequence which requires three reorientations was 47 seconds. The data indicate that 
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assembly sequences that require more reorientation operations require longer assembly times. 
However, it was difficult to determine whether differences in mean assembly times between 
the three sequences were statistically significant or not, because the degrees of freedom for 
error was zero, as shown in Figure 7(a). The zero degree of freedom for error makes it 
difficult to do F-test for items in the analysis model. 
Table 2. Human operator assembly time with reorientations 
^~~~--^__Sequences 
Operators One reorientation Two reorientations Three reorientations 
1 30 seconds 53 seconds 61 seconds 
2 30 seconds 53 seconds 50 seconds 
3 30 seconds 50 seconds 35 seconds 
4 25 seconds 24 seconds 50 seconds 
5 33 seconds 35 seconds 60 seconds 
6 23 seconds 30 seconds 45 seconds 
7 25 seconds 40 seconds 35 seconds 
8 30 seconds 48 seconds 40 seconds 
Analysis of Variance 
Source DF Sum o1 Squares Mean Square F Ratio 
Model 23 3160.9583 137.433 
Error 0 0.0000 Prob > F 
C. Total 23 3160.9583 
Effe et T ests 
Source Nparm DF Sum of Squares 
Operator 7 7 694.9583 
Number of reorientates 2 2 1491.5833 
Operator'Number of reorient alios 14 14 974.41 67 
Figure 7(a). Analysis of variance and effect tests 
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Number of reorient alios 
Figure 7(b). Effect of interaction in the model 
for the experiment with no replications 
The degrees of freedom for error became zero because the model containing 
interaction item used up all degrees of freedom. Since the lines corresponding to operators 
intersect each other in Figure 7(b), which indicates there is severe interaction between 
operators and sequences, the interaction item cannot be removed from the analysis model. 
The sever interaction indicates that, for different operators, relationships between assembly 
sequence and assembly time were different. Since each sequence was implemented only once 
by each operator, the order of sequences selected by the operator may have affected the 
relationships between assembly sequence and assembly time due to familiarity with the 
product. 
The interaction item in the model used the degrees of freedom for error. Thus, it was 
difficult to detect any significant differences between the three assembly sequences. To 
detect significant differences in assembly time between assembly sequences, the original 
experimental design was improved by having each operator replicate each sequence. 
In the improved experiment, each operator was required to assemble each sequence 
for twice. Totally, each operator assembled the product six times, in random order. In this 
CO 
I  60-
| 50-
E 40-
£30 -
I  20-
« 
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improved experiment, the human operator subjects were required to implement all 
reorientation operations, specified by the assembly sequences, on the given fixtures. 
For the improved experiment, eight new volunteer operators were used. With two 
replications for each assembly sequence for each operator, the sample size for each sequence 
was sixteen. Holding the a, p error rates at 5% and 10% respectively, the difference to be 
detected (A/a) was less than 1.4, according to Nelson (1985). The data collected for the 
redesigned experiment are shown in Table 3. 
Table 3. Data from redesigned human operator assembly experiment 
^^-^equence 
operator^^ One reorientation Two reorientations Three reorientations 
1 30 seconds 53 seconds 61 seconds 
30 seconds 53 seconds 50 seconds 
2 21 seconds 30 seconds 73 seconds 
36 seconds 32 seconds 44 seconds 
3 30 seconds 50 seconds 35 seconds 
25 seconds 24 seconds 50 seconds 
4 27 seconds 29 seconds 35 seconds 
24 seconds 23 seconds 30 seconds 
5 33 seconds 35 seconds 60 seconds 
30 seconds 48 seconds 40 seconds 
6 23 seconds 30 seconds 45 seconds 
25 seconds 40 seconds 35 seconds 
7 19 seconds 24 seconds 30 seconds 
22 seconds 25 seconds 37 seconds 
8 21 seconds 50 seconds 50 seconds 
22 seconds 28 seconds 25 seconds 
For the redesigned experiment, mean assembly time for the assembly sequence with 
one reorientation was 26.125 seconds, mean assembly time for the assembly sequence with 
two reorientations was 35.875 seconds, and mean assembly time for the assembly sequence 
with three reorientations was 43.75 seconds. The effect tests showed that number of 
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reorientations in an assembly sequence had a statistically significant effect on mean assembly 
time, as shown in Figure 8. 
bttect lests 
Source Npaim DF Sum of Squares F Ratio Prob > r 
Operator 7 7 1895.3333 3.1403 0.0168 
Number of reorientates 2 2 2494.5000 14.4679 <.0001 
OpRratnr'Mumher nf renrientstins 14 14 Rfifl 1fifi7 0 7197 fl 741R 
Figure 8. Effect tests for experiment with fixture 
In Figure 8, the /«-value for the number of reorientations is very small (< 0.0001), 
which indicates that there was a statistically significant difference in mean assembly time 
between the three assembly sequences. To determine the differences in mean assembly time 
for the three assembly sequences, LS Means Tukey HSD was used. With an experiment-wise 
error rate of 5%, Tukey HSD found that the difference in assembly time between the 
assembly sequences with one reorientation and two reorientations (9.75 seconds) was 
statistically significant. The difference between the assembly sequences with one 
reorientation and three reorientations (17.625 seconds) was also statistically significant. The 
difference between the assembly sequences with two reorientations and three reorientations 
(7.875 seconds) was not statistically significant at a 5% experiment-wise error rate. 
However, in Figure 8, the p-value for interaction between operator and number of 
reorientations is very large (0.7418), which indicates that the effect of interaction was not 
significant in this improved experiment. Thus, the interaction item was eliminated from the 
analysis model. The effect tests for the refined analysis model are shown in Figure 9. 
Source Nparm DF Sum of Squares F Ratio Prob > F 
Operator 7 7 1895.3333 3.5126 0.0053 
Number of reorientatios 2 2 2494.5000 1 6.1805 <.0001 
Figure 9. Effect tests for the refined analysis model 
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In Figure 9, the p- value for number of reorientations is very small (<0.0001), which 
indicates the effect of number of reorientations on assembly time was statistically significant. 
LS Means Tukey HSD was used to determine the effect details for number of reorientations 
in the new analysis model. With an experiment-wise error rate of 5%, Tukey HSD found that 
all three assembly sequences (1,2, and 3 reorientations) were significantly different from 
each other, with respect to mean assembly time, as shown in Figure 10. 
Level Least Sq Mean 
3 A 43.750000 
2 B 35.875000 
1 C 26.125000 
Levels not connected by same letter are significantly different 
Figure 10. LS Means differences Tukey HSD 
Considering the three assembly sequences, the sequence with one reorientation was 
the best assembly sequence that could be found by the assembly sequence planner. The 
experimental results also indicate that the sequence with one reorientation was significantly 
better than the other two feasible sequences, with respect to mean assembly time. The result 
supports the research hypothesis that an assembly sequence with more reorientation 
operations requires a longer assembly time. 
The statistical analyses were based on general linear model assumptions: equal 
variance among treatments, independence, randomization, and normality of samples. Since 
sample size (16) was small in this experiment, the analysis of residuals was needed to check 
whether the assumptions were met or not, as shown in Figure 11. 
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Number of reorient atios 
Means and Std Dev for residuals 
Level Number Mean Std Dev Std Err Mean 
1 16 8.882e-16 4.95442 1.2386 
2 1 6 8.882e-16 8.43351 2.1084 
3 1 6 8,882e-16 9.98035 2.4951 
-20 -10 0 10 20 30 
Distribution of residuals 
Figure 11. Plots for residual analysis 
In the left part of Figure 11, the plot of residuals versus sequences does not clearly 
indicate the equality of variances among sequences. However, the standard deviation for 
residuals within three groups was shown. The maximum standard deviation is 9.98, and the 
minimum standard deviation is 4.95. The ratio of the maximum and minimum standard 
deviation is 2.01, which indicates that the assumption of equal variance is met. The normality 
plot shows that almost all points fall close to the central line, which indicates a normal 
distribution for collected data. The histogram is mounded in middle and is fairly symmetrical. 
Both the normality plot and histogram indicate that the assumption of normality is met. 
Therefore, the analysis of residuals indicated that general assumptions for the above analysis 
model were satisfied, which indicated that the analyses were feasible. 
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4.5.4.2 Assembly without Implementing Specified Assembly Direction Reorientations 
Assembly sequences used in this assembly experiment were the same as those used in 
the robot assembly experiment and the first human assembly experiment. A different set of 
eight operators were used for the second human assembly experiment. During this 
experiment, each operator was required to assemble the product, following the order for 
assembling parts specified in each of the three assembly sequences. However, the operators 
were not required to follow the assembly directions and reorientation operations specified by 
the assembly sequences. This assembly experiment was carried out without any assembly 
fixture, as shown in Figure 12. 
Figure 12. Operator assembly without reorienting operations 
Each operator was asked to assemble the product twice with each of the three 
sequences. Totally, each operator assembled the product six times. To eliminate the effects of 
product familiarity, the assembly sequence used for each assembly task was randomly 
assigned. The a and (3 error rates were held at 5% and 10% respectively. According to Nelson 
(1985), the difference to be detected (A/a) was less than 1.4. The data collected for this 
assembly experiment are shown in Table 4. 
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For the experiment, mean assembly time for the assembly sequence with one 
reorientation was 13.69 seconds, mean assembly time for the assembly sequence with two 
reorientations was 18.25 seconds, and mean assembly time for the assembly sequence with 
three reorientations was 19.75 seconds. The results show that, for human operator assembly, 
assembly sequences that require more reorientation operations need more assembly time, 
even if operators are not required to follow specified assembly directions and reorientations. 
The effect tests showed that, for the same product, assembly sequences with different 
numbers of reorientations lead to statistically significant differences in mean assembly time, 
as shown in Figure 13. 
Table 4. Human operator assembly without specified reorientations 
"^~\-4[equence 
operator^~\  One reorientation Two reorientations Three reorientations 
1 17 seconds 12 seconds 
12 seconds 
20 seconds 
21 seconds 
23 seconds 
2 16 seconds 14 seconds 
22 seconds 
20 seconds 
26 seconds 
25 seconds 
3 13 seconds 12 seconds 
14 seconds 
13 seconds 
14 seconds 
16 seconds 
4 19 seconds 13 seconds 
25 seconds 
25 seconds 
27 seconds 
20 seconds 
5 17 seconds 12 seconds 
30 seconds 
15 seconds 
17 seconds 
19 seconds 
6 18 seconds 10 seconds 
20 seconds 
20 seconds 
16 seconds 
21 seconds 
7 12 seconds 11 seconds 
14 seconds 
16 seconds 
19 seconds 
17 seconds 
8 13 seconds 10 seconds 
14 seconds 
12 seconds 
18 seconds 
17 seconds 
Effect Tests 
Source Nparm DF Sum of Squares F Ratio Prob > F 
Operator 7 7 354.97917 4.3545 0.0031 
Sequence 2 2 319.041 67 13.6977 0.0001 
Operator'Sequence 14 14 138.95833 0.8523 0.6130 
Figure 13. Effect tests for experiment without fixture 
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In Figure 13, thep-value for sequence is very small (0.0001), which indicates there 
was some statistically significant difference in mean assembly time between the three 
sequences. To detect the true difference between the three sequences, LS Means Tukey HSD 
was used. With a 5% experiment-wise error rate, Tukey HSD detected a statistically 
significant difference (4.56 seconds) between the sequences with one reorientation and two 
reorientations. The difference between the sequences with one reorientation and three 
reorientations (6.06 seconds) was also statistically significant, while the difference between 
the sequences with two reorientations and three reorientations (1.5 seconds) was not 
statistically significant. 
In Figure 13, the p-value for interaction between operator and sequence is very large 
(0.613), which indicates the effect of interaction was not statistically significant in this 
experiment. Thus, the interaction item was eliminated from the analysis model. The effect 
tests for the refined model are shown in Figure 14. 
Source Nparm DF Sum of Squares F Rsrio Jrob > F 
Ope-ator 7 7 354.97917 4.6051 0.0C08 
Sequence 2 2 319.041 E7 '4.4860 <.0C01 
Figure 14. Effect tests for the refined analysis model 
The />-value for sequence in Figure 14 is very small (<0.0001), which indicates 
sequence had a significant effect on assembly time. LS Means Tukey HSD was used to 
determine effect details for sequence in the new analysis model. With an experiment-wise 
error rate of 5%, Tukey HSD found that the sequence with one reorientation was 
significantly different from the sequences with two reorientations and with three 
reorientations, as shown in Figure 15. The difference in mean assembly time between 
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sequences with two reorientations and three reorientations was still not statistically 
significant. 
Level Least Sq Mean 
3 A 19.750003 
2 A 18.25000: 
B 13.E8750D 
Levels not connected by îa-ne letter are significantly different 
Figure 15. LS Means differences Tukey HSD 
Analysis of mean assembly times for this experiment showed that, when neither 
assembly directions nor reorientation operations were required to be followed, mean 
assembly time for the sequence with one reorientation was significantly less than that for the 
assembly sequences with two or three reorientations. The results support the hypothesis that 
assembly sequences which require more reorientations also require longer assembly times. 
However, further study with a larger sample size might help determine whether the 
difference in assembly time between sequences with two and three reorientations was 
significant or not. 
Analysis of residuals was again conducted to determine whether or not general 
assumptions for the analysis model were met, as shown in Figure 16. In Figure 16, the plot of 
residuals versus sequences indicates that the assumption of equal variance was met. In the 
normality plot, almost all of the data points fall close to the central line, which indicates a 
normal distribution for the collected data. The histogram is mounded in the middle and is 
fairly symmetrical. Both the normality plot and the histogram indicate that the assumption of 
normality was met. Therefore, the analysis of residuals indicated that the general assumptions 
for the above analysis model were met. The residual analysis indicated that the statistical 
analyses were valid. 
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Figure 16. Plots for analysis of residuals 
Comparing mean assembly times for this assembly experiment (13.69 seconds, 18.25 
seconds, and 19.75 seconds) with the mean assembly times for the same assembly sequences 
from the experiment in Section 4.4.1 (26.125 seconds, 35.875 seconds, and 43.75 seconds), 
subassembly reorientation operations on the fixture accounted for approximately 50% of 
overall assembly time, for human operator assembly. This result also indicates that human 
operators can manipulate and reorient, as needed, more efficiently than actually picking up a 
full subassembly and placing it in a given position. A human operator can reorient flexibly by 
changing the angle of his or her hand and arm. 
4.6 Discussion 
In this study, both robot assembly and human operator assembly were used to 
determine the effect of number of assembly direction reorientations on assembly time. For 
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the case study example, an assembly sequence with one reorientation, which was the 
minimum number of assembly direction reorientations for the given product, needed less 
assembly time than two other feasible assembly sequences, which required more assembly 
direction reorientations. Findings from the robot assembly experiment conducted in this 
study support the hypothesis that more reorientations during assembly lead to longer 
assembly times. In addition, findings from the robot assembly experiment indicate that 
assembly direction reorientations, in practical automated assembly processes, may account 
for a significant proportion of total assembly time. 
Findings from human operator assembly experiments for the given product model 
indicate that mean assembly time for the sequence with one reorientation was significantly 
less than mean assembly time for assembly sequences with two or three reorientations, 
whether assembly directions and reorientations specified by the sequence were required or 
not. Therefore, findings from human operator assembly experiments conducted in this study 
also support the hypothesis that assembly sequences with more assembly direction 
reorientations lead to longer assembly times. 
In this study, a sequence requiring one reorientation was shown to be significantly 
better than sequences requiring two or three reorientations. However, in one experiment, the 
difference in mean assembly time between a sequence requiring two reorientations and a 
sequence requiring three reorientations, for the given product, was not statistically significant. 
This was probably due to sample size (which was 16). Apparently, sample size for the 
experiment was too small and the difference size to be detected (which was 1.4 a) was too 
large. By increasing the sample size for each treatment, the model's ability to detect 
95 
differences between treatments would be enhanced, and a statistically significant difference 
in assembly time between the two sequences might be found. 
For the experiments conducted, for both robot and human operator assembly 
processes, assembly direction reorientations occupied a significant percentage of total 
assembly time. For robot assembly, reorientation operations accounted for 20% to 40% of 
total assembly time. For human assembly experiments, reorientation operations accounted for 
approximately 50% of total assembly time. 
The primary limitation of the study was the small sample size, which was due to the 
number of students who volunteered to participate in the study. The small sample size made 
it difficult to detect small differences between assembly time for the given product and given 
assembly sequences. A further limitation, for the robot assembly experiment, was available 
equipment. As a result, all robot assembly tasks were implemented on one robot. To 
generalize the findings of the robot experiment, more assembly robots and assembly lines 
may be needed. 
The study investigators accept the study hypothesis, under the stated limitations, 
which helps verify the effectiveness of using an automatic assembly sequence planner to find 
better sequences with fewer assembly direction reorientations, as a means for reducing 
assembly time. 
4.7 Future Work 
The design and results of this study were based on a case study of an assembly 
process completed within a single workstation. For complex products, assembly tasks are 
often completed on assembly lines that break the assembly processes into steps which are 
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completed on a series of workstations. Thus, when dividing a complex product assembly into 
several subassemblies, in addition to reducing reorientations at each workstation, balancing 
assembly times at different workstations would also be important. In future studies, an 
advanced automatic assembly sequence planner, which can automatically divide a complex 
product into subassemblies and plan assembly sequences for each subassembly, will be 
developed. The advanced assembly sequence planner will consider connections and 
constraints between parts, number of reorientations, number of tool changes, and the stability 
of each possible subassembly. 
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CHAPTER 5. GENERAL CONCLUSIONS 
5.1 General Discussion 
Assembly planning is an important step in both product design and manufacturing, 
for verifying assemblability of a design, reducing manufacturing costs, and enhancing 
production efficiency. In addition, assembly sequence planning is a critical part of the 
assembly planning process, since assembly sequence can influence assembly costs and 
assembly system design strongly. 
An efficient assembly sequence planner automatically should extract geometrical 
information contained in CAD design files, translate the geometric information into spatial 
constraint information, analyze spatial constraint information to generate geometrically 
feasible sequences, and select one or more desired sequences that meet user-defined 
assembly sequence evaluation criteria. In other words, a fully automated assembly sequence 
planner should take a CAD design file of an assembly directly, as input, and then output a set 
of optimal or near-optimal assembly sequences that meet user-defined assembly sequence 
evaluation criteria. 
Assembly sequence planners proposed in previous studies, in general, do not integrate 
or automate all steps in the assembly sequence planning process. Thus, to use previously 
proposed assembly planners, during product design and manufacturing, designers or 
assembly planning experts may need to do a lot of preparation work, extract and translate 
geometric information contained in CAD design files, or do some follow-up work, to find 
optimal or near optimal sequences in a set of all possible geometrically feasible sequences. In 
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addition, with prior assembly planners, users may need to interact with the planner during the 
assembly sequence planning process. 
To improve upon the performance of prior assembly sequence planners, a fully 
integrated automatic assembly sequence planner was needed, which automatically could 
implement and integrate all steps in the assembly sequence planning process, and thus 
directly take CAD design files as input and then automatically output optimum or near-
optimum assembly sequences based on user-defined evaluation criteria. 
In this research study, a fully integrated automatic assembly sequence planner was 
developed. The research study was completed in three parts: (1) methods were developed for 
automatically extracting and translating geometric information contained in CAD files into 
matrices containing, (2) the capabilities developed in part 1 of the research study were 
integrated into a genetic assembly planner which was used to automatically select optimal or 
near-optimal assembly sequences, with respect to a user-defined assembly sequence 
evaluation criterion, number of assembly direction reorientations, and (3) the effect of 
generated assembly sequences, with different numbers of reorientations, on overall assembly 
time was verified, for both robot assembly and human operator assembly. 
In the first part of the research study, algorithms and software were developed for 
extracting geometrical assembly information automatically from STEP CAD data files, 
which had not been developed fully in prior studies. The second part of the study integrated 
the developed automatic STEP file data extraction capability into an existing genetic 
assembly planner, which had the capability to generate optimal or near-optimal assembly 
sequences, based on user-defined assembly sequence selection criteria. The third part of the 
study used a case study approach to determine the effect of assembly direction reorientations 
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on overall assembly time, for both robot assembly and human operator assembly, as well as 
to verify the effectiveness of using the developed assembly sequence planner to reduce 
overall assembly time for realistic assembly processes. 
5.2 Conclusions 
In the research study conducted, a fully automatic assembly sequence planner was 
developed and then used to find optimal or near-optimal assembly sequences for a real case 
study assembly and then used to develop and analyze potential assembly processes. The 
following conclusions can be drawn from this research study: 
1. The manual preparation work needed with prior assembly sequence planners, 
extracting geometrical information contained in CAD design files and then translating 
the geometrical information into computer-recognizable spatial constraint information, 
can be fully computerized. In prior assembly planners, the preparation work was 
carried out, partly or completely by hand or through human-computer interaction. 
2. The geometrical information, which describes CAD assembly models of designed 
products, can be saved in STEP CAD files. The saved STEP CAD files then can be 
used as input files for a fully automated assembly sequence planner, which fully 
automates the preparation work needed with prior assembly sequence planners. Using 
the STEP file format can also make the resulting assembly planner generally useful 
with various CAD systems. 
3. Generating geometrically feasible assembly sequences by geometric reasoning, based 
upon spatial constraint relationships among all parts in an assembly, can be integrated 
directly with computerized analysis of spatial constraint information, for 
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automatically finding optimal or near-optimal assembly sequences, based on user-
defined assembly sequence evaluation criteria. 
4. Capabilities for automatically extracting geometrical information from CAD data 
files, analyzing extracted geometrical information to generate spatial assembly 
constraint information, generating geometrically feasible assembly sequences, and 
selecting optimal or near-optimal assembly sequences can be integrated to create a 
fully automated assembly sequence planner. 
5. Using the developed assembly sequence planner to generate assembly sequences with 
minimum reorientation operations can reduce overall assembly time in a realistic 
assembly process, which uses either robot or human operator assembly. 
6. The number of assembly direction reorientations during assembly has a significant 
effect on overall assembly time, for both robot and human operator assembly. 
7. For both robot and human operator assembly, an assembly sequence that requires the 
least number of assembly direction reorientations takes the shortest time to complete. 
8. If overall assembly time is important, the number of assembly direction reorientations 
required during assembly should be considered, as a user-defined criterion, during 
assembly sequence evaluation and selection. 
5.3 Recommendations for Future Work 
In this research study, an automatic assembly sequence planner was developed, which 
directly takes STEP CAD files, as input, and eliminates the need for human interaction 
during both preparation for assembly sequence planning and final assembly sequence 
selection. In addition, a case study was conducted, in the third part of the study, which 
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verified that the number of assembly direction reorientations in an assembly sequence has a 
significant effect on the overall assembly time, for both robot and human operator assembly. 
This research study advanced prior assembly sequence planning research by 
automating the manual pre-processing step required with prior assembly sequence planners 
and by integrating automatic pre-processing capability into a fully automated assembly 
sequence planner. However, to advance the state of the art in assembly sequence planning 
further, assembly planners are needed that can handle more complex assemblies, that are 
more reliable, and that are more effective. Therefore, more research is still needed, in the 
future, in the following areas: 
1. Automatically divide a complex product assembly into several stable subassemblies. 
To reduce overall assembly time, complex products normally are divided into several 
stable subassemblies, which are then assembled on different workstations. Using 
multiple workstations to assemble subassemblies separately reduces overall assembly 
time by allowing parallel assembly operations. As a result, the developed assembly 
planner needs to be enhanced with capabilities for dividing complex assemblies 
automatically into stable subassemblies and then finding assembly sequences for each 
subassembly, as well as for the final complete product. 
2. In addition to number of assembly direction reorientations, the assembly planner 
needs to take more factors into consideration, as criteria for assembly sequence 
selection. 
In this research study, number of assembly direction reorientations was used as the 
only criterion for assembly sequence selection. Therefore, results of the research case 
study were limited to showing that the number of assembly direction reorientations, 
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in an assembly sequence, bas a significant effect on assembly time and, therefore, that 
number of assembly direction reorientations should be considered as one of the 
selection criteria during assembly planning. 
However, from prior research studies, in real assembly processes, additional 
factors, besides number of assembly direction reorientations, apparently have an 
effect on assembly time and assembly cost: number of refixturing operations needed, 
number of tool changes required during assembly, stability of subassemblies, 
concurrency of assembly operations, and difficulty of assembly operations (Baldwin 
et al., 1991; Kandi & Makino, 1996; De Lit et al., 2001). Thus, in the future, it would 
be beneficial to incorporate additional capabilities into the advanced assembly 
sequence planner, so that the planner can automatically select assembly sequences 
with respect to additional factors that can affect assembly time. 
3. Integrate the assembly sequence planner with a virtual work environment. 
The developed assembly sequence planner can automatically generate optimal or near 
optimal assembly sequences, with respect to number of assembly direction 
orientations, without human interaction. However, it might be difficult to automate 
the assembly sequence planner fully, with respect to other assembly sequence 
selection criteria, such as number of refixturing operations needed, number of tool 
changes required during assembly, stability of subassemblies, or difficulty of 
assembly operations. Evaluating assembly sequences, with respect to the additional 
factors, might be difficult because evaluating the assembly sequences with respect to 
the additional factors does not depend solely on spatial constraints and geometric 
reasoning. However, if limited user interaction is required, using an integrated virtual 
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environment might help users clearly visualize possible assembly process scenarios 
and potential problems in any given assembly process. 
Therefore, to enhance the assembly sequence planner further, the assembly 
sequence planner could be integrated with a virtual assembly environment, to help 
users more easily evaluate assembly sequence plans, based on multiple criteria. In 
addition, with an integrated virtual environment, the reliability of generated 
sequences could be verified in the virtual environment before they were implemented 
in a real assembly process. 
Integrating a virtual environment with the automatic assembly sequence 
planning could help realize multi-criterion optimization of assembly sequences, with 
limited user interaction, and improve the ability of the assembly planner to produce 
reliable assembly sequences, with respect to all criteria. In addition, integrating a 
virtual environment into the automatic assembly sequence planner could help shorten 
feedback periods for improving product designs. 
4. Develop standardized entities, as STEP integrated resources, to enhance STEP's 
ability to represent assembly models, assembly requirements, and assembly mating 
relationships between parts. 
Currently, STEP CAD assembly files cannot represent assembly mating relationships 
between parts, connectivity information, or requirements for each assembly operation 
during the assembly process. However, design intent, described by assembly mating 
relationships, connection types, and requirements for each assembly operation, is very 
important in multi-criterion assembly sequence optimization, for realistic assembly 
processes (references). By defining new standardized entities, as STEP integrated 
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resources, to represent assembly mating relationships, connectivity information, and 
requirements for assembly operations, the capabilities of STEP, as a standard for 
representing product assembly models, would be improved, and the pre-processing 
work needed for multi-criterion assembly sequence optimization would. 
Zha (2004) developed self-defined entities for representing assembly models, 
in STEP EXPRESS-G format, for a prototype assembly planning system. Although 
Zha defined the new entities, he did not develop a standardized generator for 
generating STEP physical (STEP Part 21) files, which could contain the self-defined 
entity types. 
Current STEP-compatible CAD software does not support user-defined 
entities for STEP assembly models. Therefore, future work needs to be completed to 
define and standardize assembly related entities, to supplement the current set of 
STEP integrated resources. The new STEP resources are needed to improve 
capabilities of the STEP standard for representing assembly models and to enable 
further research related to developing automated assembly planners that can read 
STEP CAD assembly models and perform multi-criterion assembly sequence 
optimization. Consequently, STEP-compatible CAD software will also need to be 
upgraded to support the new STEP entity types for representing assembly models. 
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