Abstract. This paper argues for a transfer of knowledge and experience gained in task-based design to Software Engineering. A transformation of task models into activity diagrams as part of UML is proposed. By using familiar notations, software engineers might be encouraged to accept task modelling and to pay more attention to users and their tasks. Generally, different presentations of a model can help to increase its acceptance by various stakeholders. The presented approach allows both the visualization of task models as activity diagrams as well as task modelling with activity diagrams. Corresponding tool support is presented which includes the animation of task models. The tool itself was developed in a model-based way.
Introduction
Model-based software development has a long tradition in HCI. Approaches like Humanoid [22] , Mecano [20] , or TRIDENT [4] aim to provide designers with more convenient means to describe user interfaces and to supply corresponding tool support.
The main idea is to use different models for specifying different aspects which seem to be relevant in user interface design. Because of the dominant role of task models the terms model-based design and task-based design are often used interchangeably (e.g. [5] , [25] ). In this context, task analysis provides "an idealized, normative model of the task that any computer system should support if it is to be of any use in the given domain" [14] . In other words, it is assumed that parts of task knowledge of users can be described explicitly, for example, in terms of task decomposition, goals, task domain objects, and temporal constraints between sub-tasks. It is furthermore assumed that task models can be exploited to derive system specifications, and particularly user interface specifications, which help to develop more usable and task-oriented interactive systems (e.g. [26] , [19] ). However, with the emergence of MDA [17] the model-based idea is often related to the object-oriented approach. Many supporters of MDA are not even aware of the origins. It also was recognized that some software engineers have problems to accept the value of task modelling. This might be the case because task diagrams are not part of the Unified Modeling Language [24] . Taking into account that object-oriented techniques covering all phases of a software development cycle are currently the most successful approaches in Software Engineering it might be wise to integrate taskrelated techniques and tool support in order to transfer knowledge and experience from HCI to Software Engineering.
UML offers activity diagrams to describe behavioural aspects but does not prescribe how they have to be applied during the design process. They are often deployed to describe single steps of or an entire business process. We suggest to use activity diagrams for task modelling. Although a familiar notation does not guarantee that software engineers develop a deeper understanding of user tasks it might be a step in the right direction.
The paper shows how CTT-like task models can be transformed into corresponding activity diagrams. In addition, transformation rules to some extensions of CTT models are given. This approach has several advantages. First, task analysts and designers can still apply "classical" task notations but transform them into activity diagrams to communicate with software developers or other stakeholders who prefer this notation. However, it is also possible to use activity diagrams from scratch to describe tasks. Second, activity diagrams which are structured in the proposed way can be animated. We will present corresponding tool support. Third, the comparison of task models and activity diagrams enrich our understanding of the expressiveness of both formalisms. Activity diagrams, which are structured like task models, represent a subset of all possible diagrams only. However, their simple hierarchical structure might also be useful for specifying other aspects of systems under design in a more convenient way. On the other hand, elements as used in activity diagrams (e.g. object flows) might stimulate an enrichment of current task model notations.
The paper is structured as followed. Sect. 2 presents a short introduction to task modelling and to activity diagrams as well as related work. An example is introduced, which is used and extended throughout the paper. Transformation rules for CTT-like task models and their application to the example model are given in Sect. 3.1 and 3.2. In Sect. 3.3 we discuss extensions to CTT models and their transformation. Tool support for the suggested approach is discussed in Sect. 4. Model-based development ideas were used to implement tools for handling task models and their transformation into activity diagrams as well as for animating these activity diagrams by using a taskmodel animator which we developed earlier in our group (e.g. [10] ). A summary is to be found in Sect. 5.
Background
This section begins with a short overview of task modelling concepts and with an introduction of CTT as well-known task notation within the model-based design approach of interactive systems. Then, activity diagrams in UML 2.0 are introduced. After discussing related work we argue why activity diagrams seem to be a good starting point for integrating task modelling into the object-oriented design approach.
Task Modelling
The underlying assumption of all theories about tasks is that human beings use mental models to perform tasks. Task models -as cognitive models -are explicit descriptions of such mental structures. Nearly, if not all task analysis techniques (with HTA [1] as one of the first approaches) assume hierarchical task decomposition. In addition, behavioural representations are considered which control the execution of sub-tasks. TKS (Task Knowledge Structure) [14] is one of the first attempts to formalize the hierarchical and sequential character of tasks in order to make task models applicable to system design [26] . CTT (Concur Task Trees) [19] is the perhaps best known approach within the model-based community (HCI) today -thanks to corresponding tool support like CTTE [7] . In [16] a comparison of task models is to be found. The example model given in Fig. 1 shows the decomposition of task Manage Goods Receipt into the sub-tasks of receiving, checking, and processing single items and so on. In addition, temporal operators between sibling tasks serve to define temporal relations between sub-tasks. CTT supports the following operators (T1 and T2 are sub-tasks of T).
Hence, a task model describes a set of possible (or rather, planned) sequences of basic tasks (leaves in the task tree) which can be executed to achieve the overall goal. For example, the model T = (T1 ||| T2) >> T3 would describe the sequences <T1,T2,T3> and <T2,T1,T3> (with T1,T2,T3 as basic tasks). Most task-based approaches do not support a formal description of the task domain, though often aware of the need for it. In Sect. 2.4, we use TaOSpec (e.g. [9] ) to enrich our example task model by task-domain objects which help to describe preconditions and effects of sub-tasks in a formal way.
Activity Diagrams in UML 2.0
An activity diagram is a graph consisting of action, control, and/or object nodes, which are connected by control flows and data flows (object flows). UML 2.0 offers a variety of notations. We mention only some of them, which are used in the context of this paper. For more information we refer to [24] .
Actions are predefined in UML and constitute the basic units of activities. Their executions represent some progress in the modelled system. It is distinguished between four types of actions.
CallOperationAction: invokes user-defined behaviour CallBehaviorAction: invokes an activity SendSignalAction: creates an asynchronous signal AcceptEventAction: accept signal events generated by a SendSignalAction
An activity describes complex behaviour by combining actions with control and data flows. CallBehaviorActions allow a hierarchical nesting of activities.
Control nodes serve to describe the coordination of actions of an activity. Following node types are supported.
Related Work
The need for integrating knowledge from both the HCI field and from Software Engineering was seen by others. However, most of the current work in model-based design is concentrated on providing alternatives for task trees in CTT notation in form of structural UML diagrams (e.g. [18] , [3] , [2] ). [15] suggests a mapping from tasks specified in a CTT model to methods in a UML class diagram. We believe that activity diagrams are a more appropriate UML formalism for integrating task-based ideas into the object-oriented methodology. They allow behavioural descriptions at different levels of abstraction. Hence, it is possible to specify task hierarchies and temporal constraints between sub-tasks in a straightforward way. are already used to specify workflows and business processes. Relations between workflows and task modelling are explored e.g. in [23] , [6] , and [21] .
Transformation from Task Models to Activity Diagrams
In this section a transformation from task models into activity diagrams is presented. It preserves the hierarchical structure of models by deriving corresponding nested activities. Each level in a task hierarchy is mapped to one activity (that is called through a CallBehaviorAction in the level above) as illustrated in an abstract way in Fig. 2 . On the right side, corresponding activity diagram fragments are given. For reasons of simplicity, the labels for CallBehaviorActions were omitted. The consideration of a node and its direct sub-nodes within a task tree is sufficient for most of the rules. The dashes above and below the nodes indicate the context. So, rules are applied to those parts of an actual task tree, which match the structures given on their left sides. 3 shows the enabling operator that describes that task T2 is started when task T1 was finished. In the activity diagram, this case is modelled with a simple sequence of activity T1 followed by T2. In Fig. 4 , the |||-operator is used to express the concurrent execution of tasks T1 and T2. In a corresponding activity diagram fragment the fork node (first bar) and the join node (second bar) are applied to describe this behaviour. So, either task T1 is allowed to be executed or task T2. In the corresponding activity diagram part, this operator is realised by using a decision and a merge node. Guards could be attached to the arrows behind the decision node to specify which of the tasks should be performed next. The order independent operator is handled in Fig. 6 . There, either task T1 and after that task T2 is executed or first T2 and then T1. In the corresponding activity diagram fragment the situation is modelled with two sequences, a decision and a merge node. It should be mentioned that a problem may arise if more than two activities are executed in an independent order because the number of possible sequences in the activity diagram is growing very fast. In such cases, the readability could be improved by using a stereotype as also proposed below for task deactivation.
Transformation Rules for CTT-like Tasks
Iteration is a special kind of temporal relation. It is not specified between two or more different tasks but can be considered as a feature of a task itself. Fig. 7 shows two ways how activity diagrams can express iteration. We prefer version b) because of better readability (particularly in cultures where people read from left to right).
Fig. 7. R5:
Iteration in task models and activity diagrams.
In order to find a mapping from task deactivation to a proper activity diagram fragment we have to go somewhat deeper into the semantics of task models. Assume that task T2 specifies a set of sequences of basic sub-tasks (leaves in a task tree) beginning with either T2i 1 ,T2i 2 , … or T2i n . This set is finite and is called enabled task set -ETS (e.g. [19] ). Thus, ETS(T2)={T2i 1 ,…,T2i n }. T2 deactivates task T1 if one of the basic sub-tasks in ETS(T2) is accomplished. The execution of T1 is stopped and T is continued by performing the rest of T2. To understand the transformation rule depicted in Fig. 8 we first need to look at Fig.  9a ) where an activity diagram for modelling basic sub-tasks is presented. Basic subtask T is mapped to a sequence of a CallOperationAction with the same name and a SendSignalAction E_T which notifies that T was performed. The stereotype <<com-plex action>> specifies that no other action can be performed between T and E. In the diagram fragment in Fig. 8 AcceptEventActions for accepting signals sent by actions which correspond to the basic tasks in ETS(T2) are used in combination with an interruptable region (denoted as dotted box) to describe a possible deactivation of T1. However, to keep the diagrams readable we suggest to use the notation with stereotype << [> >> as shown down right in Fig. 8 .
A transformation for the suspense-resume operator is not proposed. It would require a kind of "history-mode" for activities as known, for example, for states in state charts.
Transformation of sibling sub-tasks Parent nodes with at most two sons are considered only in the transformation rules. However, all sibling sub-tasks of a task at the hierarchical level n have to be mapped to nodes of a corresponding activity diagram at refinement level n. Hence, a multiple application of rules at the same level of the hierarchy is necessary as indicated in Fig.  9b ) for sibling sub-tasks T1, T2, and T3 with temporal constraints (T1 ||| T2) >> (T3 >> T1). Here, rule R2 is applied to (T1 ||| T2), R1 to (T3 >> T1), and then rule R1 again to the intermediate results. Take note that a combined application of rules at the same refinement level is possible because the activity diagram fragments in all rules have exactly one incoming control flow and one outgoing control flow.
Transformation of an Example Task Model
We will now transform the sample task model of Sect.2.1 into an activity diagram to show how transformations work. The task model is about managing incoming items in an abstract company. First, we need to model the begin and end node of the UML activity diagram and then the root task in between these nodes which is shown in Fig.  10 . The root task is Manage Goods Receipt and is refined by the iterative sub-task Manage Single Item (rule R5). Sub-task Manage Single Item is divided into three sub-tasks which are related by the enabling operator in the task model. The double application of the transformation rule R1 in Fig. 3 results in the activity diagram shown in Fig. 11 . The task Receive Item is a leaf in the task model of section 2.1. Thus, a diagram as to be seen in Fig. 9a ) has to be created. The refinement of activity Check Item is shown in Fig. 12 . Sub-tasks Accept Item and Refuse Item are basic ones in the task model and have to be refined similarly Receive Item. 
Now, only the task Process
Item is left for continuing the transformation process and refining the activity diagram. In Fig. 13 , the result of this is shown. There, two choice and concurrency operator transformations are used to get this final result for the activity Process Item. To get the whole activity diagram as the result of the transformation process the diagram of Fig. 11 should replace the activity of the same name in Fig. 10 . The same has to be done with the diagrams of Fig. 12 and Fig. 13 in Fig. 11 .
Handling of Extensions to CTT-like Task Models

Additional Temporal Operators
Our experiences in case studies raised the need for another kind of iteration. In the example, it could be more comfortable for users if they can manage a second, third or more items independent from the first item. Unlike with the normal iteration, in this kind of iteration one can start the next loop before finishing the first one. We call it instance iteration (denoted by T # ). In Fig. 14a ), a first idea of a corresponding activity diagram is drawn. There, any number of activity T1 can be started parallel. Unfortunately, the dots between the activities of T1 are not allowed to be used in UML. So we had to search for another solution. In Fig. 14b) , it can be seen how instances of T1 are created. The choice/merge node creates a new instance of T1 if it chooses the arrow in the middle. Then, after the fork node has been passed activity T1 begins and at the same time the token comes back to the choice node. In the same way, any number of new instances of T1 can be created. After sufficient activities of T1 are started the choice node takes the lower arrow. Unfortunately, there is currently no way how the instances of T1 can be caught. In this figure, the functionality of waiting for all the instances finishing is modelled with the discriminator {all Instances of T1} associated to the join node. Fig. 15 . a) An alternative diagram for Fig. 14b ), b) instance iteration with stereotypes. Fig. 15a ) depicts an alternative activity diagram for instance iteration. In addition, we suggest stereotypes again to describe instance iteration in a convenient way. This possibility is shown in Fig. 15b ). The stereotype <<#>> indicates that any numbers of the following task T1 can be created. With the other stereotype <</#>> it is said that all of the started tasks T1 must be finished before T is finished.
Task-Domain Objects and Object Flows
With TaOSpec we developed a specification formalism in our group, which allows to describe tasks as well as task-domain objects in a formal way. In addition, preconditions of sub-tasks and their effects on task-domain objects can be specified. In [8] , we have shown that such a hybrid notation often leads to more concise and, possibly, to more natural descriptions than pure temporal notations (like CTT models) or pure state descriptions. In Fig. 16 , a more concise TaOSpec fragment, which corresponds to sub-task Process Item in Fig. 1 is given (for more details on TaOSpec see e.g. [9] ). Activity diagrams not only allow control flows but also object flows. TaOSpec elements can be mapped to objects. In addition, implicit objects flows in TaOSpec (via parameters in a task model) become explicit object flows in activity diagrams. In Fig.  17 , an activity parameter is used to describe a Store-object. Guards reflect the preconditions specified in Fig. 16 . In comparison to Fig. 13 this specification is clearer. 
Model-Based Development of Tool Support
General Development Approach
After several years of individual software development we recently used the MDA approach [17] . Using the technology offered by Eclipse [11] and several related frameworks we specify our metamodels and generate main parts of our tools. In other words: we apply model-based techniques to create model-based development tools. Based on a meta model and the eclipse modeling framework [12] an editor can be generated that allows the manipulation of corresponding models. In general, such generated EMF-based editors are not very user friendly. For hierarchical models it is acceptable because the model is represented in an appropriate way. Alternatively, the graphical editing framework [13] offers a technology to develop editors that fulfil the usability requirements better. These editors can work on the same data as the generated editor. In this way, test data can be edited with the generated editor and visualised with the developed one until the full functionality of the user friendly editor is available. Fig. 18 gives an overview of the general development process. According to the left hand side it is necessary to model the domain of the models. In our case this is a specification for task models.
It is our idea that each task has to be performed by a person or system in a specific role. A task changes the state of certain artifacts. In most cases this will be one object only. Other objects support this process. They are called tools. Both, artifacts and tools are specified in a domain model.
The general idea of hierarchical tasks and temporal relations between tasks are of course true for our models as well. Using EMF [12] the meta model in Fig. 19 is sufficient to generate automatically software for an editor of the corresponding models. This editor of course does not fulfil a lot of usability requirements but it allows specifying models in detail. Fig. 20 gives an impression how the user interface of such a generated editor looks like.
In the central view one can see the tree of model elements, in this case the task hierarchy. New model elements can be inserted via context menu and copied or moved by drag&drop. In the bottom view every attribute of the currently selected model element is shown and can be manipulated via text or combo boxes depending on the corresponding data type in the meta model.
Tool Support for the Transformation from Task Models into Activity Diagrams
Based on the meta-task model and the generated software an own structured editor for activity diagrams was developed using GEF [13] . It is called structured, because it does not allow the drawing of individual nodes and connections like most editors, but allows only the insertion of complex structured model parts like sequences of "enabling tasks", "choice elements" and "concurrent elements". More or less only "subtrees" are allowed to be inserted. The underlying model is the same as for the generated task-model editor. The visual representation is generated automatically from this model and an explicit model to model transformation is not necessary. In this way a lot of mistakes regarding the creation of activity diagrams can be omitted. This consequence is already known from structured programming that is an improvement over programming with "go to". Drawing lines can be considered as programming "go to". Fig. 21 gives an impression how the user interface of the structured activity diagram editor looks like. On the left hand side one can see the palette of possible operations allowed for a diagram. After selecting one operation and moving the mouse over the diagram certain interaction points will be visible signalling places, where the operation could be performed. After selecting one of these interaction points the editor asks for an integer value, which represents the number of task in a sequence, the number of choices or the number of order independent elements. Interactively one can decide how many levels of detail one would like to see. It is also possible to have a look at a special lower level only. This is possible because the task hierarchy is presented as task tree as well. This is cointained in the outline view on the right hand side of the user interface. By selecting a tree node the corresponding sub-diagram is shown in the main view. GEF uses the model-view-controller pattern to ensure consistency between model and its appropriate visualisation. Here, the model is a task model matching the meta model, the view consists of geometrical figures and labels and the controller defines, which interactions are possible and how model changes are reflected in the corresponding view.
Animation of task models and corresponding activity diagrams
To validate the behaviour of activity diagrams (or rather their underlying task models) an animation tool has been developed. Fig. 22 contains an example of an animated activity diagram and the corresponding visualization of the tasks model.
At the current point of execution task Receive Item is already performed. It is now the decision to activate Accept Item or Refuse Item. Both are enabled. Process Item is disabled because Accept Item or Refuse Item has to be performed first.
Animation can be performed with activity diagrams on different levels of detail. Each task containing several subtasks can be collapsed and the user can animate just a part of a complex model. It is possible to automatically proceed the animation until a decision has to be made or to run the animation step by step. In the first mode one can additionally set breakpoints to stop the process at a specific point. 
Summary and Future Work
The paper discussed how task modelling concepts can be made more attractive for the software engineering community. It was proposed to present task models as activity diagrams -a notation most developers are familiar with. We suggested a "taskoriented" development of activity diagrams and we defined corresponding mapping rules. Although this restricts the variety of possible activity diagrams we believe that a more systematic methodology helps to come to more reasonable models. Temporal relations available in task models but missing in UML were also represented by stereotypes.
