Testing is the process of building confidence of the programmer that shows, the software does what it is intended to do, which in turn improves the reliability of the software. And automation of software testing process helps in achieving it with reduced cost and time. Test case generation is one part of the testing process with description of a test and independent of designed system, intended to find errors. The advantage of generation of test cases from specifications and design is that they can be available during early phase of the software development life cycle and there is no need to wait for development of codes to test the software. Additionally early test case generation reduces errors, inconsistencies and ambiguities, during the life cycle, because developers can use test cases to control their program to conform to the software specification. In this paper we have applied Constraint-based Genetic Algorithm technique to generate optimized test cases from UML Activity diagram and Collaboration diagram. Our proposed approach is more effective, which uncovers more number of errors, by using combinatorial optimization technique such as genetic algorithm with transition coverage, a test adequacy criterion as a constraint. We have defined an error minimization technique in our approach, which works as a basic principle for optimized test case generation. That means the generated test case have lower chance of presence of errors, by discarding the rest. The proposed approach is discussed by considering ATM cash withdrawal as a case study.
INTRODUCTION
Software testing is an important activity of the software development life cycle (SDLC). Software testing helps in building the confidence of a developer that a programme does what it is intended to do so. In other words software testing is a process of executing a programme with intended to find errors [16] . But due to the increasing size and complexity of software systems, software testing as a labor-intensive component is becoming more and more expensive. Testing costs often account for up to 50% of the total expense of software development [16] . Empirical studies indicate that test case prioritization technique could increase the effectiveness of testing activity by considering only higher prioritized testing elements [7] . In this paper we have considered requirement prioritization technique to select the scenarios of high priority. A quite number of papers on prioritization can be found here [10, 11, [20] [21] [22] . Hence any automatic techniques for generation of optimized test case will have great prospective to considerably reduce costs. A test case is a set of tests performed in a sequence and related to a test objective, which will produce a number of tests comprising specific input values, observed output, expected output, and any other information needed for the test to run, such as environment prerequisites [8] . A good test case should have the quality to cover more features of test objective. In other words effectivity of testing process relies on the quality of test cases not in the quantity of test cases, which in turn lingers the testing time. We can get an appropriate amount (or optimal) no. of test cases of better quality, by eliminating redundant (or unnecessary) test cases. And so the problem of time consuming in testing phase can be reduced. But getting all those test cases in a rush time (time to deliver the software to the client) is a cumbersome task. Therefore automatic generation of test cases reduces the effort of a tester and developer and so cost and time [6] . There are so many approaches used for automatic test case generation by using evolutionary computation algorithms, but they are unable to deal with the exemplary behavior of test case. An exemplary test case should test more than one thing, thereby reducing the total number of test cases required. Our proposed approach is more effective by covering not only what it is intent to do but also what it is not intent to do, by making the difference between these two activity. In this paper, we use UML activity diagrams and Collaboration diagrams as design specifications and consider the automatic approach to test case generation. UML diagrams describe the different aspects of software system depends on activity to be performed i.e. whether they are intended to describe the structural or behavior aspects of systems. More literature on UML diagram can be found in [18] . Our approach uses genetic algorithm for generation of optimized test cases, due to its simplicity and effectiveness. First select the most prioritized scenario and then construct the corresponding collaboration and activity diagram for the given problem. Then we construct the various sequences of events for a system under testing (SUT). We pass these events (as input) to the test case generator, which works using constraintbased genetic algorithm (C-GA) and finds the optimized test cases, which results the minimum percentage of presence of errors on execution. Here we have considered only higher prioritized scenario to generate test cases and it will be understand that the same procedure will be followed for subsequent prioritized scenario until the resource get exhausted. The rest of the paper is organized as follows. Section 2 illustrates the basic definition and preliminaries. Related works are described in section 3. Section 4 presents our approach to generate test cases from the collaboration and activity diagram using GA. Section 5 presents the Future work and conclusion.
DEFINITIONS AND PRELIMINARIES 2.1 Activity Diagram
Activity diagram is one of the nine diagrams in the UML, which shows the dynamic aspects of systems [12] . Activity diagram emphasizes the flow of sequential or concurrent control from activity to activity. An activity is an ongoing non-atomic execution within a state machine, which ultimately results in some action, made up of executable atomic computations that result in a change in state of the system or the return of a value [2] .
Collaboration Diagram
Collaboration diagram is an interaction diagram and emphasizes on structural organization of the objects that sends and receives messages. This gives the user a clear visual clue to the flow of control in the context of the structural organization of objects that collaborate.
Test Adequacy Criteria
Identification of good test cases not only depends upon what errors it finds, but also how errors have been defined. Based on test adequacy criteria, we can evaluate our test case. There are so many test adequacy criteria (or test coverage criteria) have been defined by Abdurazik et. al. and Mingsong et. al., such as message path execution (for collaboration diagram), activity coverage, transition coverage and simple path coverage (for activity diagram) [1, 15] . Our approach uses transition coverage as test adequacy criteria, which are defined as all the transitions triggered by an event, should be covered at least once.
Genetic Algorithm
GAs offers a robust non-linear search technique that is particularly suited to problems involving large numbers of variables. The GA achieves the optimum solution by the random exchange of information between increasingly fit samples and the introduction of a probability of independent random change. GAs work with a key word population of individuals, each represents a possible solution to a given problem. Each individual is assigned a fitness score according to how good a solution to the problem it is. The highly fit individuals are given opportunities to reproduce by two primary operators: mutation and crossover with other fit individuals. The genetic algorithm involves three types of operators: selection, crossover (single point), and mutation.
RELATEDWORK
In [19] a novel technique has been proposed, which discusses state based specification to generate test cases from UML StateCharts diagram. Use case based test case generation has been discussed in [17] . In this work the test cases are generated for embedded software and the generated test cases are evaluated by statement coverage criteria. A detailed (pre and pro) discussion is given on automatic testing of object-oriented software, including type, testing process and test case minimization [13] . The problem of generating test data reduces to the well-understood problem of function minimization [14] . The paper discusses about the automatic test generation tool GADGET, designed for programs written in C or C++ with no limitations on the permissible language constructs and no requirement for handinstrumentation. The gradient descent technique to minimize the objective function for TESTGEN and the QUEST/Ada system is discussed in [4, 5, 9] . This technique is limited by its inability to recognize local minima in the objective function. The QUEST/Ada system is a hybrid system combining random testing and dynamic testing for Ada code [4, 5] .
PROPOSEDWORK
In this section, we discuss our work to generate optimized test cases automatically from specification document, defined in formal method i.e. using UML collaboration and activity diagram. We use UML model, as it is recognized as a de-facto standard in both academic and industry. It is widely used as a visual modeling language, designed to specify, construct and document to software artifacts with support to special aspects of software, such as structural aspect or dynamic aspect [23] . As it is discussed in [3, 6] the automatic approach of test case generation can downplay the problem of cost and time for development of large system (software). But the problem is also more cumbersome if undesirable test cases execute. Hence we have to minimize the number of test cases to optimal numbers and that should guarantee the presence of minimum errors.
Our Objective
Generated test cases should be optimal and effective (high rate of error detection). Maximum percentage of I/O specification should be matched Testing procedure should be of low cost and effective in time consuming
Methodology
Our test case generation approach consists of four parts such as: (1) 
Design Document
For our approach we have considered both Activity diagram and Collaboration diagram and we called them as AC diagram. Design these two diagrams only for the scenario of higher priority. We use collaboration diagram, because unlike sequence diagram, it shows the links among objects and sequence number of a message (it is defined implicitly in the physical ordering of messages from top to bottom) explicitly. Collaboration diagram is also capable of handling more complex branching. The activity diagram is used because of its dynamic behavior of modeling. We can visualize, construct, specify and document the dynamic aspects of an object. It is modeled to show the control flow of an operation (or from activity to activity). Activities ultimately result in some action, which is some set of pure computation. An important fact about the collaboration and activity diagram is that it is most useful for constructing executable systems through forward and reverse engineering [2] . Figure 1 and Figure 2 represents the collaboration and activity diagrams respectively for an ATM cash withdrawal system. 
Optimal Test Case Generation
The optimized test cases are generated by applying Constraintbased Genetic Algorithm (C-GA) technique on the input domain. We have considered transition coverage, a test adequacy criteria, which is defined in the section test adequacy criteria, is the constraint. The input values are defined in the form of set of sequence of events. An event consists of a name and a list of possible arguments, which when triggered, generates transition from one activity to another. There are lots of input values for an operation. First, all the possible input values will be taken in to consideration and then apply the C-GA on these input domain, so as to minimize the input range. And the hence forth obtained test case will be used for further processing. Genetic algorithm is used for generation of better (optimal) test case. The fitness function is defined to generate the optimal test case. Minimum number of errors detected measures the quality of the test case. The proposed error minimization technique is used to minimize the presence of error, as we cannot guarantee the complete absence of error but we can minimize the percentage of presence of error. The above said technique (error minimization) is defined as the difference between the weightage value of expected transition coverage and actual transition coverage.
Test Case Evaluation
A pass/fail (Boolean variable such as 1 for Pass and 0 for fail) technique will be deployed to evaluate the test case so far obtained. The input for this step is the optimized test case, obtained from the previous step. The test cases those will only meet all the I/O specification are considered as pass otherwise fail.
Proposed Frame work

Event generator
This module/device generates all possible set of events for an operation. Ex: for successful ATM withdrawal, possible set of events from above activity diagram are: {insert card, verify access code, ask for amount, dispense cash, prepare to print receipt, finish transaction and print receipt} 
Test case generator
The test case generator produces new test cases by taking set of sequence of transitions from event generator and constraint-based genetic algorithm as input. Generally we have defined our test case as < input >, < sequence of transitions > and < observed output >. The best test cases are generated by applying the constraint-based genetic algorithm and continue until reaching the stopping condition.
Test cases and coverage file
This module stores all test cases generated so forth and their corresponding coverage information. The stack data structure is used to maintain this module. So the best test case generated so forth by generation by generation will be at the top of the stack.
Report generator
The report generator prints the result which includes the generated best (optimal) test case, condition and transition coverage and percentage of error minimization. At last this printed report is submitted to user as a reference about the best test case in detail for future correspondence.
Genetic Algorithm for our approach
Set of sequence of all events (solution/chromosome) are considered as input domain for the problem. So we have assigned a fitness (or weightage) value to each and every event based on the intended activity to be performed. We have given more weighted value to those events that involves more branches or decision. An equal weightage is assigned to all other transitions. Initially select randomly any valid set of transitions for the given activity. Generate new solution in the next generation by performing some basic GA operation i.e. selection, crossover and mutation. Best fit test case is selected based on the calculated fitness value. Continue the process until reaching the stopping condition as defined by the user. Any successful test cannot guarantee the absence of error, rather it detects the error. So we have deployed an error minimization technique to minimize the percentage of error presence.
The fitness value is given as: fitness value = {Min(error)| When all the transitions are covered at least once} Min (Error) = ∑ WT exp -∑ WT act Where, WT exp = Weightage value of expected transitions WT act = Weightage value of actual transitions. We have developed an algorithm to generate the optimized test case using activity and collaboration diagram and is known as OTCG:AC. Now we present our algorithm for generating test case using C-GA. We have named our algorithm Optimized Test Case Generation using Activity and Collaboration diagram (OTCG:AC).
CONCLUSION AND FUTUREWORK
We have proposed an approach to generate the test cases for object oriented programs from the UML collaboration and activity diagrams. We have used a genetic algorithm approach to obtain the optimal (best fittest) test cases, which satisfy the test case adequacy criteria. Our approach guarantees the minimum presence of error, in the generated test case. Currently, we are working to simulate our approach for real world problem along with development of test cases involving nested fork-joins and branch nested fork-joins.
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