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Abstract
Informationen im World Wide Web (WWW) werden zunehmend mittels Web-Applikationen wie
beispielsweise Content-Management-Systeme, Diskussionsforen und Web-Shops erstellt und ver-
öffentlicht. Im Zuge der Erweiterung des WWW um eine semantische Schicht (Semantic Web),
stehen Entwickler von Web-Informationsangeboten vor der Herausforderung die genutzten Web-
Applikationen zu „semantifizieren“ oder auch neue Web-Informationsangebote auf Basis semanti-
scher Technologien zu realisieren.
In dieser Arbeit wird ein Überblick über herkömmliche und semantische Web-Technologien gege-
ben. Um eine Verbindung zwischen den Merkmalen von Web-Applikationen und dem Semantic
Web zu schaffen, wird der Begriff „semantische Web-Applikation“ definiert und eine darauf auf-
bauende Klassifizierung präsentiert. Dies dient der Charakterisierung von Web-Applikationen, in
denen semantische Technologien zum Einsatz kommen. Auf dieser Basis ist es einerseits mög-
lich, semantische von herkömmlichen Web-Applikationen abzugrenzen und andererseits semanti-
sche Web-Applikationen untereinander zu unterscheiden. Weiterhin wird der Aufbau und bedeu-
tende Teile der Implementierung des Anwendungsfalles vakantieland.nl, einem Tourismusportal
aus den Niederlanden, vorgestellt. Anhand dessen wird der Einsatz semantischer Technologien in
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1 Einleitung
Die Entwicklung des Internet als weltweites Informationsnetz ist längst nicht abgeschlossen. Die
Menge der im Internet verfügbaren Informationen wächst stetig, während die Relevanz der über
Suchmaschinen auffindbaren Dokumente sinkt. Weiterhin besteht mittlerweile weniger das Problem,
Informationen einer Domäne im Internet zu finden. Problematisch ist es hingegen, präzise Filter zu
ermitteln, welche die Menge an wirklich relevanten – die gewünschten Informationen enthaltenden –
Dokumenten einschränkt. Existierende Programme können hierbei ebenfalls nur mangelhafte Un-
terstützung geben, da die für Menschen generierte Repräsentationsform der Informationen ohne
Kontextinformationen von Maschinen nur schwer zu interpretieren sind. Die voranschreitende Ent-
wicklung an Technologien des Semantic Web eröffnet viele Möglichkeiten diesem Umstand entge-
genzuwirken und ermöglicht zudem Neuerungen zur Erstellung von Web-Applikationen. In dieser
Arbeit wird ein Auszug semantischer Technologien sowie Web-Anwendungen, die diese benutzen,
vorgestellt und der Begriff der „semantischen Web-Applikation“ definiert. Um den Einsatz dieser
Technologien in einer Web-Applikation und die damit verbundenen Vor- und Nachteile darzustellen,
wird der Aufbau und signifikante Teile der Implementierung eines Anwendungsfalles präsentiert.
1.1 Motivation
Auf der dritten International Semantic Web Conference 20041 (ISWC) wurde zur Klärung der Be-
grifflichkeit „semantische Web-Applikation“ aufgerufen2. Dies geschah als Teil der zweiten Semantic
Web Challenge3 und forderte zur Publikation von Web-Applikationen auf, welche Technologien des
Semantic Web einsetzen. Seit dem werden jedes Jahr eine Menge an solchen Web-Applikationen vor-
gestellt, die alle in Idee und Umsetzung einzigartig sind, aber nur wenige einen protoypischen Status
überwinden. Zudem ist der Begriff immer noch in Diskussion, weshalb in dieser Arbeit ein Beitrag
zur Klärung des Begriffes geleistet wird.
Der entwickelte und in dieser Arbeit präsentierte Anwendungsfall vakantieland.nl ist ein Redesign als
semantische Web-Applikation eines bestehenden niederländischen Tourismusportals. Dieser Anwen-
dungsfall wird von einer großen Anwendergemeinde genutzt und die bisherige Implementierung folgt
dem Aufbau klassischer Web Applikationen. Zu Beginn der Neuentwicklung von vakantieland.nl gab
es nur eine grobe Vorstellung dessen, was eine semantische Web-Applikation ausmacht, was verschie-
den von herkömmlichen Web-Applikationen ist und welche Technologien zusätzlich oder ersetzend
zum Einsatz kommen. Diese Fragen werden in dieser Arbeit nicht eindeutig geklärt, ermöglichen





Evaluation von Best Practices möglicher einsetzbarer Vorgehensmodelle sowie Entwurfs- und Archi-
tekturmuster zur Entwicklung semantischer Web-Applikationen.
1.2 Zielsetzung
Das Ziel dieser Arbeit ist die Charakterisierung semantischer Web-Applikation. Hierzu werden grund-
legende Technologien vorgestellt, die bei der Entwicklung aller Web-Applikation zum Einsatz kom-
men und Spezifika des Semantic Web dargelegt. Allgemeine Web-Applikations-Technologien und die
des Semantic Web werden in dieser Arbeit miteinander in Verbindung gebracht, was in der Begriffs-
definition der „semantischen Web-Applikation“ resultiert. Weiterhin werden zur Charakterisierung
semantischer Web-Applikationen Technologiebereiche benannt, die auf unterschiedliche Weise einen
Zugewinn für das Semantic Web im Allgemeinen und Web-Applikationen im Semantic Web im Spe-
ziellen bieten. Zur Vorstellung des Einsatzes spezieller semantischer Technologien wird der Aufbau
und signifikante Teile der Implementierung des Anwendungsfall vakantieland.nl herangezogen.
Das zur Verfügung stehende Spektrum an herkömmlichen und semantischen Technologien für den
Einsatz in Web-Applikation ist sehr umfassend, weshalb sich in dieser Arbeit auf einen signifikanten
Auszug der Menge an verwendbaren Technologien beschränkt wird. Auch das Thema Reasoning, als
eines der ermöglichten Eckpfeiler des Semantic Web, wird in dieser Arbeit zwar erwähnt und dessen
Einsetzbarkeit in semantischen Web-Applikationen angeschnitten, in seinen Einzelheiten allerdings
nicht vollständig vorgestellt.
1.3 Aufbau
Im Kapitel 2 werden Grundlagen des Semantic Web mit den proklamierten Visionen, grundlegen-
den Technologien, Sprachen und Begriffen beschrieben.. Ferner wird die Definition der Begrifflich-
keit „Web-Applikation“ für diese Arbeit vorgenommen. Im Kapitel 3 werden die Vorgängerversion,
die Anforderungen und grundlegende Designentscheidungen sowie der daraus resultierende aktuelle
Stand des erwähnten Anwendungsfalles vorgestellt. Das Kapitel 4 Stand der Technik enthält Infor-
mationen über wichtige Werkzeuge, Vokabulare, Bibliotheken und Datasets, die bei der Verwendung
semantischer Technologien in Web-Applikationen von Interesse sind und deren Einsatz in diesem Ka-
pitel und im weiteren Verlauf der Arbeit vorgestellt werden. Aufbauend auf den Grundlagen und dem
Stand der Technik werden Merkmale, Technologien und Umsetzungen zielführend zur Begriffsdefini-
tion der semantischen Web-Applikation in Kapitel 5 dargestellt. Im Anschluss werden die Designent-
scheidungen, die bei der Erstellung des Anwendungsfalles getroffen wurden, in Kapitel 6 präzisiert
und signifikante Teile der Implementierung vorgestellt. Abschließend wird in Kapitel 7 die vorliegen-
de Arbeit zusammengefasst und ein Ausblick auf weitere Arbeiten gegeben.
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2 Grundlagen
In diesem Kapitel werden die zum besseren Verständnis dieser Arbeit beitragenden Begriffe und
Basis-Technologien vorgestellt. Hierzu gehören Visionen und Eigenschaften des Semantic Web, Iden-
tifikatoren von Informationsressourcen, Repräsentationssprachen und die Begriffe Ontologie, Folkso-
nomy und Web-Applikation, die folgend skizziert werden.
2.1 Semantic Web
Das derzeitige World Wide Web (WWW) lässt sich als ein syntaktisches Web bezeichnen [BCT07],
was bedeutet, dass in diesem enthaltene Informationen ohne maschinenauswertbare Interpretations-
vorschriften zur Verfügung gestellt werden. Nachdem 1989 das WWW entwickelt wurde, beschrieb
Tim Berners-Lee diese Erfindung wie folgt [BLCGP92]:
[...]The WorldWideWeb (W3) is a wide-area hypermedia information retrieval initia-
tive aiming to give universal access to a large universe of documents.[...]
Damit beschreibt er den ursprünglichen Gedanken, der zur Entwicklung des WWW führte, nämlich
dem Vernetzen von Dokumenten (einst im Kontext wissenschaftlichen Arbeitens), um diese unterein-
ander (von Maschinen oder Personen aus) erreichen zu können.
Genannte Dokumente enthalten Daten, die für den Lesenden unter Betrachtung des dahinter stehen-
den Kontextes zu Informationen werden. Die Interpretation von Daten beziehungsweise die Identi-
fizierung relevanter Informationen ist derzeit noch größtenteils dem Menschen überlassen. Es gibt
zwar diverse Algorithmen und Technologien, die den Suchenden bei der Recherche nach relevanten
Informationen unterstützen (Beispiel: Verschlagwortung von Dokumenten und diverse sehr ausge-
feilte statistische Methoden), was allerdings zumeist mit erhöhtem Speicherplatzbedarf und einem
großen Pflegebedürfnis einhergeht und zudem noch immer keine perfekten Ergebnisse liefert. Weiter-
hin werden täglich neue Dokumente im Millionenbereich dem WWW hinzugefügt (Bei Google4 sind
derzeit über 8 Milliarden Webseiten indexiert). Suchende müssen dadurch immer länger werdende
Ergebnislisten auswerten oder komplexere Suchanfragen stellen, um die Präzision wieder zu erhö-
hen. An dieser Stelle kommt der Begriff des Semantic Web zum Einsatz. Um die Probleme, die ein
rein syntaktisches Web mit sich bringt, bewältigen zu können, gibt es die Möglichkeit existierende
und neu hinzukommende Daten mit zusätzlichen Informationen so anzureichern, dass eine maschi-
nelle Verarbeitung auch auf Bedeutungsebene ermöglicht wird [uHM06]. Dabei wird das bestehende
WWW nicht neu erfunden, sondern nur erweitert, wie an folgender Aussage von Tim Berners-Lee
[BLHL01] zu sehen ist:
4http://www.google.com
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[...] The Semantic Web is not a separate Web but an extension of the current one, in
which information is given well-defined meaning, better enabling computers and people
to work in cooperation. The first steps in weaving the Semantic Web into the structure
of the existing Web are already under way. In the near future, these developments will
usher in significant new functionality as machines become much better able to process
and „understand“ the data that they merely display at present. [...]
Quelle des Originals: http://www.w3.org/2007/03/layerCake.png von März 2007
Abbildung 1: Schichtenmodell des Semantic Web
Die Anreicherung von Daten mit maschinell auswertbaren Informationen auf semantischer Ebene ist
ein Grundkonzept des Semantic Web. Weiterhin beansprucht das Semantic Web Konzepte wie die
der Verteilung von Informationen in großen Mengen und der automatischen beziehungsweise semi-
automatischen Extraktion von Semantik aus strukturierten Datenbeständen. Diese Konzepte sind zwar
nicht erst für das Semantic Web entwickelt worden, in Ihrer Kombination allerdings etwas Neues. An-
hand des Schichtenmodells des Semantic Web (siehe Abbildung 1), welches sich seit dessen ersten
Erwähnung einige Male änderte, ist zu sehen, mit welchen Technologien die genannten Konzepte
umgesetzt werden und wie diese Technologien aufeinander aufbauen. Die unterste Ebene URI/IRI
(vgl. Abschnitt 2.2) sowie die Ebene XML (eXtensible Markup Language) [BPSM+06] beschreiben
Technologien, die eigentlich nicht Teil des Semantic Web sind, sondern schon vor dessen ersten Er-
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wähnung existierten. Die darauf aufbauenden Technologien RDF, RDFS und OWL werden in 2.4
näher beschrieben und ermöglichen einen zentralen Bestandteil des Semantic Web, dem Reasoning
[May06]. Die Bedeutung diesen Begriffes lässt sich als das Ziehen von begründeten und vernünfti-
gen Schlüssen zusammenfassen und ist in der Ebene Proof anzusiedeln. Reasoning lässt sich unter
anderem in die drei Arten abduktives, deduktives und induktives Reasoning unterteilen. Zu den letz-
ten beiden Arten sind im Abschnitt 4.1 einige Implementierungen gelistet. Reasoning auf Basis von
RDFS oder OWL ist allerdings aufgrund der begrenzten Ausdrucksmächtigkeit dieser Sprachen be-
schränkt, weshalb diese Sprachen durch Regeln (RIF-Ebene) ergänzt werden können. Unifying Logic
bezeichnet eine Ebene in dem beides, Wissen (ausgedrückt in einer Sprache) und Regeln, verknüpft
wird, um Reasoning nicht auf getrennten Mengen zu gestalten. Die Anfragesprache SPARQL wird
in Abschnitt 5.2.3 skizziert und anhand von Beispielen in Abschnitt 6.2.2 näher beschrieben. Die
Schichten Proof, Trust und Crypto stehen für die Sammlung von Technologien, die zur Lösung von
Sicherheitsproblemen und Vertrauensfragen unter verschiedenen Aspekten eingesetzt werden können.
In der obersten Schicht des semantischen Schichtenmodells User Interface & Applications werden all
diejenigen Technologien und Sprachen angesiedelt, die zur Erstellung von Benutzer-Oberflächen oder
kompletten Web-Applikationen benötigt werden. Hierbei ist allerdings fraglich ob die Erstellung von
Oberflächen und Web-Applikationen nur auf Basis aller darunter angeordneter Schichten möglich ist,
oder gar auf jeder Schicht. Die zuletzt genannten Schichten RIF, Unifying Logic, Proof, Trust, Crypto
und User Interface & Applications sind noch Gegenstand der aktuellen Forschung.
2.2 Eindeutige Identifikation von Informationsressourcen
Zur eindeutigen Identifikation beliebiger Objekte wurde 1994 von Tim Berners-Lee der Begriff des
Universal Resource Identifier (URI) [BL94] eingeführt und im RFC 1630 beschrieben. Diese belie-
bigen Objekte, oder allgemeiner Ressourcen, können konkrete Elemente der realen Welt oder aber
auch abstrakte, nicht-physische Objekte wie beispielsweise Webseiten im Internet sein. Später wurde
dieser Begriff zur Uniform Resource Identifier abgeändert. Der allgemeine Aufbau von URIs5 ist in
[BLFM05] beschrieben und kann wie folgt kurz zusammengefasst werden:
<Schemaname> : <im Schema festgelegter Aufbau>
Jede URI muss, wie zu sehen ist, mit dem Schemanamen beginnen und wird durch einen Doppelpunkt
von der im Schema festgelegten Struktur getrennt. Weiterhin sind im RFC 3986 noch die Zeichen
Slash („ / “), Fragezeichen („ ? “) und Raute („ # “) als Begrenzungszeichen definiert, um signifikante
Teile von URIs von einander zu trennen. Dies ermöglicht es Parsern, URIs zu interpretieren.
Der spezielle Aufbau von URIs ist abhängig vom verwendeten URI-Schema. Viele Schemata besitzen
5URI: RFC3986
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einen hierarchischen Aufbau, wie beispielsweise das Hypertext Transfer Protocol6 (HTTP) und File
Transfer Protocol7 (FTP) in denen unter anderem der Benutzername, Passwort, Server und Port in
dieser Reihenfolge angegeben werden kann. Weitere Beispiele für Schemata sind LDAP , FILE und
XMPP.
Des Weiteren lassen sich URIs in zwei Arten unterteilen. Zum einen ist das der Uniform Resource
Locator8 (URL) welche der exakten Lokalisierung einer Ressource im Netz dient. Als Beispiel hierfür
dient die Web-Adresse des PNG-Bildes zum Schichtenmodell des Semantic Web.
http://www.w3.org/2007/03/layerCake.png
Die zweite Art von URIs sind Uniform Resource Names9 (URN) mit deren Hilfe Ressourcen anhand
eines frei zu vergebenden Namen identifiziert werden können. Dies ist insbesondere dann von Interes-
se, wenn die Ressource zwar zu beschreiben ist, dieser aber kein eindeutiger Ort zugewiesen werden
kann. Als Beispiel wird hierzu in der Literatur oft die Identifikation eines Buches anhand seiner ISBN
Nummer erwähnt.
urn:isbn:978-3-540-33993-9
Diese URN referenziert auf ein Buch, repräsentiert durch dessen ISBN-Nummer, ohne eine Angabe
über dessen Ort zu treffen.
Der Begriff Internationalized Resource Identifier10 (IRI) wurde in [DS05] definiert und erweitert die
Definition der URI um den verwendbaren Zeichensatz. Bei IRIs können alle im Unicode11 definierten
Zeichen zur eindeutigen Identifikation von Ressourcen verwendet werden.
2.3 Web-Applikation
Der Begriff der Web-Applikation (oder auch Webanwendung beziehungsweise Web-basierte Anwen-
dung) wird in der Literatur sehr umfassend beschrieben und lässt sich sehr verschiedenartig subka-
tegorisieren. In diesem Abschnitt wird ein kurzer Überblick zur grundlegenden Architektur Web-
basierter Anwendungen gegeben. Im Abschnitt 2.1 wurde der ursprüngliche Gedanke benannt, der
zur Entwicklung des WWW führte. Daraufhin wurden hauptsächlich statische Dokumente in ent-
sprechenden Formaten veröffentlicht, welche wiederum mittels den in Abschnitt 2.2 eingeführten
URLs vernetzt werden konnten. Wie beschrieben, sind URLs einem Schema entsprechend aufge-
baut und enthalten den Namen des Protokolls sowie den Ort, an dem sich das Dokument befindet.







Zur Kommunikation zwischen Server (Datenquelle) und Client (Datensenke) im WWW wird das
HTTP-Protokoll benutzt. Damit ein Server eine HTTP-Anfrage (HTTP-Request) zum Senden eines
Dokumentes beantworten kann, benötigt dieser ein spezielles Programm, den Webserver. Dieser in-
terpretiert die übergebene URL und adressiert daraufhin das gewünschte Dokument, um eine Kopie
davon im folgenden Schritt an den Client zu senden. Webserver und Web-Clients haben sich seit
Beginn des WWW sehr schnell weiterentwickelt und sind in ihrem Funktionsumfang wesentlich dif-
ferenzierter als frühere Versionen. Zusätzlich zur direkten Adressierung von statischen Dokumenten
bieten Webserver die Möglichkeit, Erweiterungen der Webserver-Funktionalität (Module) oder aber
auch externe Programme zur Generierung dynamischer Dokumente zu benutzen. Beide Möglichkei-
ten können zur Realisierung serverseitiger Web-Applikationen verwendet werden. Zumeist wird die
Auszeichnungssprache Hypertext Markup Language (HTML) [RHJ99] zur Festlegung der logischen
Struktur eines Dokumentes benutzt. Dokumente diesen Formates werden von speziellen Clients, den
Web-Browsern, entgegengenommen und in einer graphischen Repräsentation dargestellt, die zusätz-
lich in weiteren Formaten festgelegt werden kann, wie beispielsweise Cascading Style Sheets (CSS)
[BeHL07]. Zudem ermöglichen Web-Browser die Benutzerinteraktion mit der serverseitigen Web-
Applikation, welche durch Technologien wie ActiveX 12, Flash ActionScript13, JavaScript[Int99] und
asynchroner Datenübertragung (vgl. Abschnitt 5.3.2) weiter verstärkt werden kann. Web-Browser las-
sen sich somit als clientseitige Web-Applikationen bezeichnen [Tur99].
In dieser Arbeit wird der Begriff Web-Applikation nicht anhand dieser Trennung, sondern als Drei-
Schichten-Architektur (3-Tier-Architektur) betrachtet. In diesem Architekturmuster wird eine An-
wendung in Präsentationsschicht (client tier), Logikschicht (business tier) und Datenhaltungsschicht
(data server tier) unterteilt. Die erste Schicht ist für die Erzeugung der Benutzerschnittstelle zur Ein-
gabe und Ausgabe von Daten verantwortlich, die zweite für die Programmlogik und die letzt genannte
zur Speicherung und dem damit verbundenen Zugriff auf die Daten. Somit ergibt sich folgende Defi-
nition:
Definition 1 (Web-Applikation) Eine Web-Applikation kann folgendermaßen charakterisiert wer-
den:
1. Sie ist ein in einer adäquaten Programmiersprache implementiertes Programm, dass auf einem
Webserver ausgeführt wird.
2. Ihre Ausführung wird mit Hilfe des HTTP-Protokolls zur Kommunikation unter der Nutzung




3. Nach Ausführung erfolgt eine adäquate Ausgabe der Ergebnisse in einem vom W3C spezifi-
zierten Format zur Repräsentation im Web-Browser (z.B. die Formate HTML, CSS, XML) oder
einem anderen HTTP-Client.
Eine Web-Applikation ist meist entsprechend einer Drei-Schichten-Architektur konzipiert und enthält
eine Präsentationsschicht, Logikschicht und, falls Daten in der Web-Applikation vorgehalten werden,
auch eine Datenhaltungsschicht.
2.4 Repräsentationssprachen für Wissensbasen
Um den Ansprüchen des Semantic Web gerecht zu werden, hat das World Wide Web Consortium
(W3C) grundlegende Standards schaffen müssen. Zum einen müssen Informationen in einer ma-
schinenlesbaren Art und Weise zur Verfügung gestellt werden und andererseits sind einheitliche und
offene Standards zu schaffen, die für den Informationsaustausch zwischen verschiedenen Anwendun-
gen benötigt werden (Interoperabilität) und gleichzeitig Flexibilität und Erweiterbarkeit ermöglichen
[HKRS07]. Aus diesen Anforderungen resultierten die Informationsspezifikations-Sprachen RDF(S)
[Bec04; BG04] und OWL [PSHH04], zu denen auch XML gehört. RDF(S) und OWL werden auch
als Ontologiesprachen bezeichnet und wurden speziell für das Semantic Web geschaffen. Auf den
Begriff der Ontologie wird im Abschnitt 2.5 noch näher eingegangen.
RDF Mit dem Resource Description Framework (RDF) können Daten strukturiert, Informationen
über Daten (Metadaten) und Vernetzungen der Daten ausgedrückt und in einer durch Maschinen in-
terpretierbaren Form gespeichert werden. Eines der bekanntesten Metadatenschemata ist Dublin Core
(vgl. Abschnitt 4.2), welches zur Beschreibung von Dokumenten dient. Mit Dublin Core können un-
ter anderem die Sprache des Dokumenteninhaltes sowie der Autor, der Titel und der Herausgeber des
Dokumentes beschrieben werden. Dieses Schema enthält zudem auch Möglichkeiten, Dokumente mit
anderen Dokumenten zu vernetzen. Im RDF Modell sind die drei Objekttypen Ressource (Subjekt),
Eigenschaft (Prädikat) und Objekt definiert, welche kombiniert ein RDF-Tripel bilden. Diese Tripel
werden auch als Statement bezeichnet, mit denen man Aussagen über physikalische oder abstrakte
Objekte innerhalb einer Domäne festlegt. Weiterhin bilden Statements selbst Ressourcen über diese
wieder Aussagen getroffen werden können. Das Bilden von Aussagen über Aussagen wird Reifikati-
on [MM04] genannt. Tripel ähneln der Struktur von einfachen Aussagesätzen mit transitiven Verben.
Das Subjekt ist das Element eines Tripels, über welches eine Aussage getroffen wird. Das Prädikat
hat wie in natürlichsprachlichen Sätzen, die Funktion etwas über das Subjekt auszudrücken und ver-
bindet somit das Subjekt mit dem Objekt. Der Wert des Prädikats wird durch das Objekt repräsentiert,
welches entweder eine Literal (trivialer Datentyp) oder wieder eine Ressource oder gar leer (Blank
Node) sein kann.
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Darstellungskonvention: Ressourcen als ovale Knoten, Prädikate als mit URI-Referenzen
beschriftete und gerichtete Kanten und Literale als rechteckige Knoten
Quelle: [Bec04]
Abbildung 2: Beispiel für die Darstellung von RDF als Graph
RDF kann in verschiedenen Notationsformen gespeichert werden, wie beispielsweise Notation 3 (N3)
[BLC08], RDF/XML [Bec04] und Turtle [BBL08]. Aufgrund der guten Lesbarkeit wurde für Men-
schen der RDF-Graph, ein gerichteter Graph zur Visualisierung von Tripel-Mengen, als Standardent-
wicklungsmethode vom W3C erklärt (siehe Abbildung 2).
RDFS Mit RDF lassen sich Daten durch genannte Tripel beschreiben. Um einen Austausch von
Daten so zu gewährleisten, dass diese Daten bei Datenquelle und Datensenke gleichermaßen inter-
pretiert werden können, wird ein Vokabular für die entsprechende Domäne benötigt, welches mit-
tels dem Resource Description Framework Schema (RDFS) definiert werden kann. Das genannte
Metadatenschama Dublin Core ist ein solches Vokabular, welches, wie jedes andere in RDFS defi-
nierte Vokabular auch, durch einen Namensraum (Namespace) eindeutig identifizierbar ist. Der Na-
mensraum von Dublin Core ist http://purl.org/dc/elements/1.1/. RDFS basiert auf
einem mengentheorethischen Klassenmodell, in welchem Klassen und Eigenschaften separat mo-
delliert werden. Dieses Konzept ermöglicht die formale Beschreibung der Semantik der in RDF
definierten Elemente. In RDF existiert zur Typisierung von Ressourcen nur das rdf:type-Element
( http://www.w3.org/1999/02/22-rdf-syntax-ns#type), welches im RDF Namens-
raum definiert ist. In RDFS sind weitere Ressourcen zur Typisierung vorhanden, die unter anderem
eine Definition von Klassen, Relationen zwischen Eigenschaften und Klassen und Relationen von
Klassen untereinander erst ermöglichen. RDFS ist ebenfalls wieder ein Vokabular, in welchem bei-
spielhaft die folgenden ausgewählten Bezeichner durch die vollständige URI beziehungsweise mittels
eines definierten Prefixes dem RDFS Namensraum zugeordnet werden.
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1. http://www.w3.org/2000/01/rdf-schema#Class oder rdfs:Class
2. http://www.w3.org/2000/01/rdf-schema#SubClassOf oder rdfs:SubClassOf
3. http://www.w3.org/2000/01/rdf-schema#label oder rdfs:label
4. http://www.w3.org/2000/01/rdf-schema#domain oder rdfs:domain
5. http://www.w3.org/2000/01/rdf-schema#range oder rdfs:range
6. und so weiter ...
Mit dem ersten Bezeichner lässt sich eine Ressource als Klasse auszeichnen. Der zweite Bezeich-
ner wird prädikativ verwendet und definiert eine als Klasse ausgedrückte Ressource als Subklasse
einer weiteren Klasse. Der dritte Bezeichner wird verwendet, um Ressourcen eine unter Umständen
auch sprachabhängige Bezeichnung (Label) zuzuweisen. Hierzu wird der Eigenschaft rdfs:label
das Attribut xml:lang aus dem XML-Vokabular und die entsprechende Sprachetikette als Wert
hinzugefügt. Mittels des vierten und fünften Bezeichners werden Relationen zwischen Klassen und
Eigenschaften (Properties) hergestellt. Somit können auch Assoziation zwischen Klassen aufgebaut
werden. Aufgrund der Existenz der Klasse rdfs:Datatype beziehungsweise rdfs:Literal
in RDFS, kann mittels rdfs:domain einer Eigenschaft auch dieser sehr allgemeine Datentyp zu-
gewiesen werden. Dies wird allerdings in der im Folgenden beschriebenen Ontologiesprache OWL
noch erweitert. Weitere Ansätze, die neben RDFS entstanden, sind Frame Logic (F-Logic) [AL04]
und Darpa Agent Markup Language + Ontology Inference Layer (DAML+OIL) [HM00].
OWL Die Ontology Web Language (OWL) wurde 2004 vom W3C als Ontologiesprache standardi-
siert (Zum Begriff der Ontologie vergleiche Abschnitt 2.5). Diese Sprache erweitert das RDFS Voka-
bular, weshalb im Schichtenmodell des Semantic Web (siehe Abbildung 1) OWL oberhalb von RDFS
positioniert wurde. RDFS ist weniger ausdrucksstark als OWL und ist für komplexe Zusammenhänge
nicht ausreichend. Allerdings mussten bei der Schaffung von OWL ebenfalls einige Schwierigkeiten
überwunden werden. Je differenzierter die Ausdrucksmöglichkeit von Sprachkonstrukten einer Spra-
che für implizites Wissen ist, desto größer sind die Komplexitäten (schlechte Skalierbarkeitseigen-
schaft) und die Wahrscheinlichkeit von Unentscheidbarkeit [HKRS07]. Um dieses Problem zu lösen,
also einerseits die Ausdrucksmächtigkeit nicht zu beschränken und andererseits effizientes Schluss-
folgern zu ermöglichen, wurde sich darauf geeinigt, sich je nach Anforderung für eine geeignete
Ausdrucksmächtigkeit zu entscheiden. Daraufhin entstanden drei unterschiedliche Teilsprachen von
OWL. Die ausdrucksstärkste Teilsprache ist OWL Full. Diese enthält das komplette RDFS Vokabular,
ist allerdings unentscheidbar und wird von aktuellen Software-Werkzeugen nur bedingt unterstützt.
Aufgrund der nicht vorhandenen Beschränkungen dieser Sprache (alle OWL Sprachelemente dürfen
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gemeinsam mit den RDF(S) Sprachelementen genutzt werden) sind prädikatenlogische Ausdrücke
höheren Grades möglich. Die Teilsprachen OWL Full und OWL Lite benutzen das gleiche Vokabu-
lar, obgleich OWL Lite einigen Einschränkungen unterliegt. Die wichtigste Einschränkung ist dabei
die Typenunterscheidung. Als Beispiel hierfür wird in [MvH04] angeführt, dass eine Klasse nicht
gleichzeitig eine Instanz (Individual) oder Eigenschaft (Property) sein kann. Die Teilsprache OWL
DL ist entscheidbar und wird derzeit von Software-Werkzeugen fast vollständig unterstützt. Der Zu-
satz DL steht dabei für description logic (Beschreibungslogik). Die ermöglichte Semantik von OWL
DL kommt der von DAML+OIL am nächsten und ist zu einem Fragment der Prädikatenlogik erster
Stufe (first order logic) äquivalent. Um die Entscheidbarkeit der Teilsprache OWL DL zu ermög-
lichen, mussten einige Einschränkung definiert werden. Als Beispiel lässt sich hierfür das Verbot
anführen rdfs:Class und rdf:Property zu verwenden. Weitere Einschränkungen wie die der
Bestimmungen zu Typentrennungen und Deklarationen sowie der Einschränkungen zu abstrakten und
konkreten Rollen sind in der W3C-Empfehlung (W3C Recommendation) zu OWL [PSHH04] nach-
lesbar. Die dritte Teilsprache von OWL ist OWL Lite. Diese ist eine Teilmenge von OWL DL und
somit logischerweise ebenfalls entscheidbar. Sie ist weniger ausdrucksstark als die anderen Teilspra-
chen. OWL Lite enthält nur die wichtigsten Sprachelemente und weißt deshalb auch eine geringere
Komplexität auf. Die Menge an Einschränkungen für OWL DL, wird bei OWL Lite noch erweitert.
So sind beispielsweise die Benutzung von Klassenkonstruktoren und Zahlenrestriktionen beschränkt.
Weiterhin sind in manchen Situationen Klassennamen und Rollenrestriktionen vorgeschrieben. Wei-
tere Einschränkung sind ebenfalls in der W3C-Empfehlung zu OWL auffindbar.
2.5 Folksonomy und Ontologie
Konzepte zur Repräsentation von Informationen können hinsichtlich ihrer semantischen Reichhal-
tigkeit in verschiedene Stufen eingeteilt werden, was in Abbildung 3 verdeutlicht wird. Der Begriff
Quelle: [BP06]
Abbildung 3: Semantische Treppe
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der Folksonomy und der Ontologiebegriff werden in diesem Abschnitt näher erläutert, da diese unter
anderem im Semantic Web eine entscheidende Rolle einnehmen.
Der Begriff der Folksonomy In sozialen Netzwerke (social web), die zur gemeinsamen Verschlag-
wortung(Tagging) von Ressourcen unterschiedlichen Typs entwickelt wurden, entstehen Beziehungs-
netzwerke aus Schlagwörtern (Tags), Benutzern (User) und Ressourcen [CS06]. Benutzer erhalten
dadurch die Möglichkeit sich in einem solchen Netzwerk durch das Beitragen von Wissen zu pro-
filieren und selbst vom gesammelten Wissen anderer Benutzer zu profitieren. Ein so entstehendes
Beziehungsnetzwerk wird als Folksonomy bezeichnet und lässt sich wie folgt formal definieren (aus
Quelle: [CS06] entnommen):
Definition 2 (Formales Folksonomy Modell) Eine Folksonomy ist ein Tupel F := (U, T, R, Y) wobei
• U, T, R endliche Mengen sind, deren Elemente man Users, Tags, und Ressourcen nennt,
• Y eine ternäre Beziehung zwischen diesen ist, d.h. Y ⊆ U × T × R gilt.
Beispiele für Web-Applikationen, die eine Folksonomy benutzen, sind Flickr14 (Ressourcentyp Bil-
der), del.icio.us15 (Ressourcentyp Bookmarks) und BibSonomy16 (Ressourcentypen Bookmarks und
BIBTEX-Einträge). Die obige Definition 2 lässt sich durch die Definitionen von Untertag/Obertag-
Beziehungen und Personomy eines Benutzers (Einschränkung von F auf u mit u ∈ U ) weiter verfei-
nern, wie in der benutzen Folksonomy von BibSonomy benötigt. Grob umrissen ist eine Personomy
die Menge von Schlagwörtern für Ressourcen eines konkreten Benutzers. Alle Personomies eines
System zusammengenommen ergeben dann die Folksonomy des entsprechenden Systems.
Der Begriff der Ontologie Im Gegensatz zur Folksonomy ist der Ontologie-Begriff im Bezug auf
ihre semantische Reichhaltigkeit sehr weit fortgeschritten (vgl. Abbildung 3). Der Begriff der Onto-
logie wird allerdings in der Literatur und in verschiedenen Wissenschaftsbereichen unterschiedlich
definiert. In der Philosophie wird dieser Begriff beispielsweise als die Lehre vom Sein oder von den
Möglichkeiten und Bedingungen des Seienden beschrieben. Im Gegensatz dazu formulierte Tom Gru-
ber dies in [Gru93] folgendermaßen:





Also eine explizite Spezifikation einer gemeinsamen Konzeptualisierung. Diese Definition ist im Be-
reich des Semantic Webs verwendbar und ermöglicht, den Begriff der Ontologie folgendermaßen zu
abstrahieren [Hes02]:
[...]Eine Ontologie beschreibt einen Wissensbereich (knowledge domain) mit Hilfe
einer standardisierten Terminologie sowie Beziehungen und ggf. Ableitungsregeln zwi-
schen den dort definierten Begriffen. Das gemeinsame Vokabular ist in der Regel in Form
einer Taxonomie gegeben, die als Ausgangselemente Klassen, Relationen, Funktionen
und Axiome enthält.[...]
Somit kann Wissen einer Domäne mit Ontologien formal repräsentiert werden, ohne dabei die Nut-
zung spezieller Programme zur Wiederverwendung voraus zusetzen. Dies ermöglicht es Semantik
strukturierter beziehungsweise semi-strukturierter Informationen auszudrücken, was eine Unifikati-
on und Transformation zwischen verschiedenen Formen der Wissensrepräsentation ermöglicht. Zu-
sätzlich zu den Domänen-spezifischen Ontologien (domain ontologies) gibt es noch bereichsüber-
greifende Ontologien (top level ontologies), die genauso in den folgenden Anwendungsfeldern der
Informatik benutzt werden können [GL02] :
• Kommunikation zwischen Maschinen, Kommunikation zwischen Mensch und Maschine, Kom-
munikation zwischen Menschen,
• automatisches Schlussfolgern
• Repräsentation und Wiederverwendung von Wissen
Im weiteren Verlauf der Arbeit wird als Pendant zum Begriff der Ontologie auch der Begriff Wis-
sensbasis benutzt. Damit sind ebenfalls schematische Informationen und Regeln sowie die Menge an
Daten gemeint, die das definierte Vokabular zur Repräsentation nutzen.
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3 Vorstellung des Anwendungsfalls
Wie im weiteren Verlauf dieser Arbeit noch gezeigt wird, werden bei semantischen Web-
Applikationen im Vergleich zu herkömmlichen Web-Applikation die gleichen , ähnliche aber auch
gesonderte Technologien zur Speicherung, Verarbeitung und Anzeige von Daten benutzt. Zur Vorstel-
lung dieser Verfahrensweisen wird unter anderem der in diesem Kapitel vorgestellte Anwendungsfall
vakantieland.nl [Mar07] herangezogen.
Die Web-Applikation vakantieland.nl ist ein ehemals in den Niederlanden entwickeltes und ebenfalls
dort veröffentlichtes Tourismusportal. In diesem können Benutzer einen umfassenden Überblick über
mögliche touristische Ziele (folgend Point of Interest oder kurz als POI bezeichnet) erhalten. Zudem
werden zu jedem einzelnen POI relevante und weitergehende Informationen gehalten und veröffent-
licht. Ein Beispiel hierfür wäre ein konkretes Museum in Amsterdam, welches unter anderem durch
dessen Namen, Anschrift und Klassifizierung aber auch durch die Öffnungszeiten, Lage in der Stadt
und in dessen Umgebung vorhandenen POIs beschrieben sein könnte.
Im Folgenden werden die Vorgängerversion, die Motivation zur Neuentwicklung und die Anforde-
rungen sowie der Aufbau der aktuellen Version vorgestellt.
3.1 Die Ausgangssituation
Die Vorgängerversion von vakantieland.nl produzierte die Darstellung genannter touristischer Ziele
mittels einer in Active Server Pages (ASP) geschriebenen Web-Applikation. Alle textuellen Informa-
tionen zu den einzelnen POIs waren in einer nicht-normalisierten relationalen Datenbank gespeichert
und wurden mittels der Structured Query Language (SQL) von der Applikation abgerufen. Wie in
Abbildung 4 zu sehen, wurde eine Liste von POIs entsprechend gegebener Suchbegriffe beziehungs-
weise einer zuvor ausgewählten Kategorie angezeigt. Über diese Liste konnte man sich ein entspre-
Abbildung 4: Vorgängerversion vakantieland.nl Übersichtsseite
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chendes touristisches Ziel auswählen und die dazugehörigen Detailseiten erreichen. In Abbildung 5
und Abbildung 6 sind die zwei Detailsseiten zu sehen, auf denen der Besucher der Web-Applikation
die Adress- und Kontaktdaten beziehungsweise die Beschreibung und die am POI gespeicherten Leis-
tungen in Erfahrung bringen konnte. Es existierten noch weitere Detail-Seiten, auf denen – falls vor-
handen – Broschüren und Bilder sowie eine Umgebungskarte dem Nutzer zur Verfügung gestellt
wurden. Die Umgebungskarte enthielt andere in der Umgebung liegende POIs, die entsprechend der
Bildkoordinaten des angezeigten Kartenausschnitts angezeigt wurden.
Des Weiteren konnten Daten, mittels eines in Visual Basic for Applications (VBA) geschriebe-
nen XML-Exports, entsprechend verschiedener Kriterien extrahiert werden um diese auf ande-
ren Web-Seiten wie beispielsweise http://www.startpagina.nl anzuzeigen. Die durch
die Applikation verarbeiteten Informationen konnten entweder direkt über ein Datenbank-
Administrationsprogramm aber auch über einem Administrationsmodus der vakantieland.nl-
Oberfläche hinzugefügt, modifiziert und gelöscht werden.
Abbildung 5: Vorgängerversion vakantieland.nl Detailseite Adresse
3.2 Motivation zur Neuentwicklung
Derzeit sind in etwa 20.000 POIs in der Web-Applikation vakantieland.nl enthalten. Zu sehr vielen in
vakantieland.nl registrierten touristischen Zielen sind Informationen vorhanden, die sich oft ändern
können (Kontaktdaten, Broschüren, Veranstaltungen, Öffnungszeiten, Angebote und so weiter). Weil
diese Daten vom Betreiber von vakantieland.nl selbst hinzugefügt und gepflegt werden müssen, sind
diese nicht immer auf dem aktuellsten Stand beziehungsweise nicht vollständig.
Aufgrund dieser Ausgangssituation wurden Ideen geäußert, zum einen die anzeigbare Informations-
menge zu erhöhen, diese maschinell interpretierbar zu gestalten und den Wartungsaufwand der Daten
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Abbildung 6: Vorgängerversion vakantieland.nl Detailseite Beschreibung
zu verringern. Um dies zu bewerkstelligen, bieten sich die im Abschnitt 2.1 zum Semantic Web
genannten Möglichkeiten an. Zum einen lassen sich bestehende Datenbestände semantisch annotie-
ren (Speicherung in einer Ontologie) und zum anderen weitere Daten anderer Wissensbasen abfra-
gen. Der Wartungsaufwand lässt sich durch eine stärkere Einbindung der relativ großen Benutzer-
Gemeinschaft (folgend als Community bezeichnet) verringern. Benutzer, die weitere Informationen
zum entsprechenden POI besitzen, könnten diese in die neu zu erstellende Wissensbasis mit ein-
bringen oder möglicherweise auch veraltete Informationen direkt ändern. Durch die Speicherung der
Daten in einer Ontologie wäre die Applikation in der Lage, diese Daten intern mit semantischen Tech-
nologien selbst zu verarbeiten und zudem auf verschiedene Art und Weise dem Nutzer zur Verfügung
zu stellen. Weiterhin werden unter dem Begriff Web2.017 diverse Technologien beschrieben, die eine
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3.3 Vorstellung der aktuellen Version
Von einer möglichen Erweiterung der Applikation wurde abgesehen, um fehlerhafte Designentschei-
dungen der Vorgängerversion nicht in die neu zu erstellende Applikation mit aufzunehmen. Zudem
hätten in allen bestehenden Komponenten Änderungen vorgenommen werden müssen, was ein kom-
plettes Überarbeiten bestehenden Quellcodes erfordert hätte und durch die zuvor benutzte Scriptspra-
che ASP wären Hürden bei der Benutzung aktueller APIs zu überwinden gewesen.
Im Folgenden werden die Anforderungen an die neu erstellte Web-Applikation aufgelistet, das Ent-
wicklungsvorgehen skizziert und die Designentscheidungen sowie der aktuelle Stand vorgestellt.
3.3.1 Anforderungen
Eine vor Projektbeginn geführte Anforderungsanalyse führte zu folgender Auflistung von Anforde-
rung. Die darin enthaltenen Punkte sind als Mindestkriterium aufzufassen und müssen somit erfüllt
werden.
1. Reimplementierung bestehender Funktionalitäten: Die neu zu erstellende Applikation soll
mindestens den Funktionsumfang wie die zuvor vorhandene Applikation enthalten. Dazu ge-
hören folgende Hauptfunktionalitäten:
(a) Einschränkung der Menge anzuzeigender POIs mittels Kategorienauswahl
(b) Einschränkung der Menge anzuzeigender POIs mittels der Eingabe von Suchbegriffen
(c) Auflistung der POIs entsprechend einer gewählten Kategorie und/oder Suchbegriffen
(d) Auswahl eines konkreten POIs und Anzeige von Detailinformationen (Address- und Kon-
taktdaten, Beschreibungen, Kategorien, Umgebungskarte, Broschüren und Fotos)
(e) Anzeige statischer Seiten mit Informationen wie Impressum und Partner
(f) Administrierbarkeit der Daten
2. Datenhaltung: Die Speicherung der semantisch annotierten Daten in einem flexiblen Informa-
tionsmodel wird gefordert.
3. Datenimport: Die existierenden Datenbestände sind mittels einer adäquaten Funktion aus der
relationalen Datenbank auszulesen und in das neu zu erstellende Repository zu importieren.
4. Ausgabe der Daten: Die Informationen sollen semantisch annotiert ausgegeben werden. Zu-
dem soll die zu entwickelnde Web-Applikation Mehrsprachigkeit unterstützen.
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5. Kartendarstellung: Die Benutzung öffentlich verfügbaren Kartenmaterials zur Anzeige von
touristischen Zielen mittels deren Koordinaten ist gewünscht.
6. Performanz: Geringe Ausführungszeiten (im Optimalfall ähnlich die der Vorgängerversion)
sind erforderlich.
7. Ausbau des Funktionsumfanges: Erweiterung des Funktionsumfanges um Funktionen, wel-
che die Bedienbarkeit verbessern, die Community in die Erweiterung und Pflege des Datenbe-
standes integriert und Funktionen, die der Vergrößerung der Informationsmenge dienen.
Der genannte Punkt zur Administrierbarkeit der Daten ist in den Anforderungen näher spezifiziert
gewesen. Hierfür wurde Ontowiki [ADR06], ein Werkzeug zur Unterstützung von agilen, verteil-
ten Knowledge Engineering Szenarios, gefordert. Dieses Werkzeug ermöglicht die Darstellung und
Verwaltung von Wissensbasen und kann somit, ähnlich einem Administrationsprogramm für Daten-
banken, als Managementwerkzeug für Ontologien eingesetzt werden.
3.3.2 Entwicklungsvorgehen
Auf Basis des sehr geringfügig ausgearbeiteten Anforderungsdokumentes konnte kein klassisches
Vorgehensmodell zur Entwicklung der neuen Applikationsversion herangezogen werden. Einige der
zu verwendenden APIs, die im weiteren Verlauf der Arbeit noch aufgeführt werden, waren zum Pro-
jektbeginn noch nicht stabil genug, um eine Abschätzung über deren Funktionsumfang und Anwend-
barkeit abzugeben. Zudem war aufgrund der Vielfalt an technischen Möglichkeiten zur Umsetzung
der genannten Anforderungen zu diesem Zeitpunkt noch keine genaue Spezifikation möglich. Somit
wurde die Entscheidung getroffen die Implementierung mittels des agilen Vorgehensmodels evolutio-
näres Prototyping[BJK02] zu beginnen. Im evolutionären Prototyping ist verankert, dass ein initialer
Prototyp der Applikation implementiert wird, welcher nach und nach bis zur Produktreife weiter
zu entwickeln ist. Zwischen den einzelnen Implementierungsschritten wird einer kleinen Anwender-
gruppe inklusive dem Auftraggeber Zeit für Feedback gegeben, welches direkt in die weitere Imple-
mentierungsarbeit mit einfließt.
3.3.3 Designentscheidungen und Darstellung der aktuellen Version
Aufgrund der Forderung, dass das in PHP (PHP Hypertext Preprocessor) implementierte Ontowiki
als Ontologie-Administrationsprogramm zu benutzen ist, wurde die Entscheidung zur Verwendung
von PHP für die Implementierung der neuen Version von vakantieland.nl gefällt. Zudem enthält Onto-
wiki ein Plugin-System und eine Widget-Bibliothek, die Elemente für die Erstellung von graphischen
Oberflächen in Web-Applikationen zur Verfügung stellt.
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Abbildung 7: Architektur des Redesigns von vakantieland.nl
Weiterhin fiel eine Entscheidung zu Gunsten des weit verbreiteten Architekturmusters Model View
Control (MVC) [Ree03], um Komponenten unabhängig von einander entwickeln zu können. Auf-
grund dessen, dass die bestehenden Informationen über POIs in einer Ontologie zu beschreiben sind,
musste ein geeignetes Datenhaltungssystem und eine adäquate API eruiert werden, mittels welcher
die Daten den anderen Ebenen der Web-Applikation zur Verfügung gestellt werden. Wie in Abbil-
dung 7 zu sehen ist, wurde sich für eine Speicherung in einem datenbankgestützten RDF-Triple-Store
entschieden, dessen grundlegender Aufbau und Verwendung in Abschnitt 5.2.2 beschrieben wird. Die
pOWL-API [Aue06] wurde zu Beginn der Entwicklung als Abstraktionsschicht verwendet, um die im
RDF-Triple-Store enthaltenen Daten abzufragen. Diese pOWL-API bezieht als Ressourcen gekapsel-
te Informationen mittels der RDF-API for PHP (RAP) [OBW06] aus genanntem RDF-Triple-Store,
um diese der anfragenden Applikation als komplexe Objekte zur Verfügung zu stellen.
Aufgrund der Eigenschaft, dass Schema und Daten innerhalb einer Ontologie gespeichert werden
können, kann auf applikationsseitig implementierte Model-Klassen verzichtet werden. Trotzdem ent-
hält die Modelkomponente der hier vorgestellten Web-Applikation eine Klassenstruktur, die den Zu-
griff auf die Ontologie kapselt. Dies ermöglichte den späteren Umstieg auf die Erfurt-API, ein ob-
jektorientiertes Redesign der pOWL-API. Durch die Nutzung der Erfurt-API wurde weiterhin die
Möglichkeit geschaffen, Anfragen an den RDF-Triple-Store mit SQL größtenteils zu umgehen. Dies
wurde durch einen in der RAP-API integrierten SPARQL-Prozessors [Wei07] ermöglicht, der Anfra-
gen in der auf Eigenschaften von RDF spezialisierten Anfragesprache SPARQL (SPARQL Protocol
and RDF) [CFT08] verarbeitet.
Zur kartographischen Visualisierung der POIs wird die Google Map API eingesetzt, wie in Abbildung
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8 zu sehen ist. Diese API bietet ein großes Spektrum an Möglichkeiten zur Konfiguration der darge-
stellten Karten und den darauf anzuzeigenden Punkten. Weiterhin können Geo-Koordinaten mittels
spezieller Web-Services von Google abgerufen und in gewünschten Formaten empfangen werden.
Die Merkmale der einzelnen POIs müssen semantisch annotiert sein, um eine eindeutige maschinel-
le Interpretation der Daten zu ermöglichen. Einerseits sind die Daten innerhalb der HTML Ausgabe
(siehe Abbildung 9) mittels geeigneter Microformats beziehungsweise durch RDFa mit Semantik
anzureichern und andererseits in RDF eingebettet auszugeben (vgl. Abschnitt 6.3 und 6.4). Im Ka-
pitel 6 sind der Aufbau und die Implementierung ausgewählter implementierter Programmfragmente
skizziert sowie verschiedene Funktionalitäten, die in weiteren Entwicklungsphasen hinzukommen
werden. Dazu gehört die Anreicherung der Informationsmenge mittels der Abfrage von DBpedia
[ABL+07], sowie die Integration eines SPARQL-Endpoints.
Abbildung 8: Übersichtsseite von vakantieland.nl
Abbildung 9: Detailseite von vakantieland.nl mit Kontakt und Addressdaten
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4 Stand der Technik
Zur Entwicklung von Web Applikationen sind in den verschiedenen softwaretechnischen Phasen di-
verse Designentscheidungen zu treffen. So muss beispielsweise ein entsprechendes Werkzeug zur
Modellierung des Datenmodells gefunden werden, welches unter Anderem hinreichende Unterstüt-
zungsmöglichkeiten zur Vermeidung von Fehlern bietet. Weiterhin sind möglicherweise Entscheidun-
gen zu Bezugsquellen externer Daten und applikationsinternen Datenverwaltung zu fällen. In diesem
Kapitel werden ausgewählte Werkzeuge, Vokabulare, DataSets und APIs vorgestellt, die Verwendung
im Semantic Web bei der Entwicklung von Web Applikationen finden.
4.1 Werkzeuge für das Semantic Web
Bei der Entwicklung und zur Laufzeit von Web Applikationen können spezielle Werkzeuge zum
Einsatz kommen. Werkzeuge die im Semantic Web unterstützend eingesetzt werden, lassen sich in
die drei Kategorien Ontologie und Metadaten Editoren, Plugins und APIs sowie Reasoner unterteilen
[BCT07]. Für die Beschreibung von APIs sei auf Abschnitt 4.4 verwiesen. In Tabelle 1 sind eine
Auswahl von Werkzeugen mit entsprechender Werkzeugkategorie gelistet, die folgend beschrieben
werden.
Werkzeug Kategorie Lizenz
DC-Dot Metadaten Editor -
Ontowiki Ontologie Editor Gnu Public License (GPL)
Protégé Ontologie Editor Mozilla Public License
SWOOP Ontologie Editor MIT-License
Jambalaya Protege Plugin free
OWLViz Protégé Plugin Lesser GPL (LGPL)
Piggy Bank Browser Plugin BSD-License
Tails Browser Plugin MIT-License
Triplify Web Applikations Plugin LGPL
D2R SPARQL-Endpoint GPL
DL-Learner Reasoner GPL 3
FaCT++ Reasoner GPL
KAON2 Reasoner free for academic use
Pellet Reasoner MIT-License
RacerPro Reasoner free for academic use
Tabelle 1: Auswahl von Semantic Web Werkzeugen
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Ontologie Editoren Die erste Kategorie von Semantic Web Werkzeugen sind Ontologie Editoren.
Diese dienen einerseits der initialen Erzeugung von Ontologien und andererseits der Pflege darin
enthaltener Informationen (Beides ist Teil des Ontology Engineering). Zudem stehen einigen Edi-
toren Plugins zur Verfügung, die zur Verbesserung der Bedienbarkeit beitragen. Im Gegensatz zu
Metadaten-Editoren (Beispiel: DC-Dot18), die beispielsweise HTML-Ausgaben von Web Applika-
tionen nach Daten durchsuchen, um Informationen über Informationen (Metadaten) mit einem spe-
ziellen Vokabular auszudrücken (Dublin Core Vokabular bei DC-Dot), enthalten Ontologie-Editoren
einen wesentlich größeren Funktionsumfang. In den Desktop-Applikationen Protégé19 und SWOOP20
werden unter anderem die Sprachen RDF(S) und OWL (vgl. Abschnitt 2.4) benutzt, um Konzepte und
Daten mit eigens entwickelten oder vorhanden Vokabularen zu definieren. Für Protégé stehen zudem
viele Erweiterungen zur Verfügung, um Konzepthierarchien (OWLViz-Plugin21) und Abhängigkei-
ten (Jambalaya-Plugin22) graphisch zu visualisieren. Weiterhin können in beiden Editoren Reasoner
eingebunden werden, um Inferenzen und Inkonsistenzen zu ermitteln. Wie im Abschnitt 2.1 erwähnt,
werden Regeln benutzt, um definierte Informationen der Ontologie weiter zu spezifizieren. Ein mög-
liches Format zur Definition von Regeln ist die Semantic Web Rule Language (SWRL) [HPSB+04].
Hierfür existiert ebenfalls ein Protégé-Plugin (SWRLTab23) mit dem Regeln in SWRL erzeugt, edi-
tiert und angewendet werden können.
Ein weitere Möglichkeit zur Bearbeitung von Ontologien bietet Ontowiki24. Diese auf Wiki-Ansätzen
basierende Web Applikation kann ebenfalls als Ontologie Editor benutzt werden. Die Standard-
Oberflächen bieten eine generische Sicht auf die Konzepte und Daten importierter Ontologien.
Darüber hinaus werden Ontologien in einem RDFS-Triple-Store gespeichert und können kollabora-
tiv manipuliert und erweitert werden. Durch die existierende Plugin-Schnittstelle kann Ontowiki als
Basis für eine (auf eine oder mehrere konkrete Ontologie(n) und dem Anwendungsfall angepassten)
Web Applikation dienen.
Reasoner Die nächste Kategorie von Semantic Web Werkzeugen sind Reasoner, die zumeist für
deduktives Reasoning Verwendung finden. Bis auf den Reasoner DL-Learner25 unterstützen die auf-
gelisteten Reasoner nur deduktives Reasoning, was auch als logisches Schlussfolgern aus gegebenem
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chanismen sind Pellet26, FaCT++27, KAON228 und RacerPro29. Der Reasoner DL-Learner unterstützt
zusätzlich zu Inferenzmechanismen auch induktives Reasoning. Die Implementierung dieses in Java
geschriebenen Werkzeuges benutzt einen der genannten deduktiven Reasoner (konfigurierbar), um
auf Basis von Hintergrundwissen (In Ontologie definiert) und gegebener positiver und negativer Bei-
spiele neue Konzepte zu erlernen, weshalb induktives Reasoning auch als Lernen bezeichnet wird. In
Abbildung 10 ist die Architektur des Reasoners DL-Learner skizziert.
Quelle:
http://aksw.org/Projects/DLLearner/Overview von Mai 2008
Abbildung 10: Architektur des induktiven Reasoner DL-Learner
Der DL-Learner wird in den nächsten Entwicklungszyklen des Ontowiki-Projektes durch ein noch zu
entwickelndes Ontowiki-Plugin in Ontowiki integriert. Dadurch tritt der DL-Learner auch als Frame-
work für alle integrierten deduktiven Reasoner auf und ermöglicht es, im Ontowiki und den darauf
aufbauenden Web Applikationen induktives und deduktives Reasoning zu betreiben. Alle genann-
ten Reasoner können bei der Ontologie-Erzeugung (und -Pflege) sowie als Basis für diverse – dem
Anwendungsfall entsprechenden – Funktionen in Web Applikationen eingesetzt werden.
Plugins Die dritte Kategorie von Werkzeugen, die im Semantic Web Anwendung finden, sind
Plugins. Plugins sind Erweiterungen von Applikationen jeglicher Art, die nicht integraler Bestand-
teil dieser Applikationen sind und zusätzliche Funktionalitäten bieten. Einige Plugins, die bei der
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nen, wurden in diesem Kapitel schon erwähnt. In Web Applikationen können, wie am Beispiel des
Ontowiki-Projektes erwähnt, ebenfalls Plugins zum Einsatz kommen. Eine einfache Möglichkeit für
herkömmliche Web-Applikationen Daten zum Semantic Web beizutragen bietet Triplify 30. Dieses
Web-Applikations-Plugin extrahiert Daten aus relationalen Datenbanken und konvertiert diese in For-
mate wie RDF, JSON (JavaScript Object Notation) oder Linked Data (vgl. auch Abschnitt 5.6). Wei-
terhin können auch SPARQL-Endpoints in Web-Applikationen eingebunden werden, wie dies der
D2R Server31 bietet.
Eine weitere Plugin-Art kann clientseitig in Web-Browsern wie beispielsweise dem Firefox32 einge-
setzt werden. Derartige Plugins können verschiedenartige Einsatzmöglichkeiten bieten. Ein Beispiel
hierfür ist Tails 33, einem Firefox-Plugin, welches in Web-Seiten benutzte Microformats erkennt und
zur Anzeige bringt. Dabei werden die Microformats Contact Information (hCard), Calendar Infor-
mation (hCalendar), Reviews (hReviews), Bookmarks (xFolk), Blog Entries (hAtom) ,Resumes (hRe-
sume) und Map Coordinates (geo) unterstützt. Die mit Tails ermittelten Informationen können als
Input für weitere Anwendungen wie beispielsweise dem lokalen Adressbuch oder einem Kalender
dienen. Eine weiteres Beispiel für Firefox-Plugins ist Piggy Bank34. Mit diesem Werkzeug können
unter anderem semantisch annotierte Informationen aus Web-Seiten, Tags und RSS-Feeds gespei-
chert werden, um diese zu einem späteren Zeitpunkt in einer von Piggy Bank gestellten Oberfläche
zu durchsuchen, zu sortieren und mit anderen Benutzern zu teilen [HMK05].
4.2 Vokabulare im Semantic Web
Aufbauend auf den Sprachen RDF(S) und OWL können Vokabulare für spezielle Einsatzzwecke ver-
wendet oder erzeugt werden. In diesem Abschnitt wird ein Auszug der bekanntesten Vokabulare
Vokabular Prefix Namensraum
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(siehe Tabelle 2) vorgestellt, die im Semantic Web eingesetzt werden beziehungsweise bei der Ent-
wicklung von Web Applikationen dienlich sind.
Dublin Core Zur Beschreibung von Dokumenten und anderen virtuellen Objekten erzeugte die
Dublin Core Metadata Initiative35 (DCMI) eine Sammlung von Konventionen namens Dublin Core
[PNNJ05]. Dieses Vokabular wird benutzt, um Metadaten wie beispielsweise Autor, Titel, Beschrei-
bung, Format und Datum der Veröffentlichung/Änderung des Dokumentes zu definieren. Weiterhin
lassen sich Eigenschaften zur Vernetzung von Dokumenten (Zitate, Referenzen etc.) aus diesem Vo-
kabular benutzen. Das Dublin Core Vokabular kann unter anderem in RDF [MNN08], aber auch im
header eines HTML-Dokumentes als Meta-Tag [Pow03] benutzt werden.
FOAF (Friend of a Friend) Dieses zur Modellierung sozialer Netzwerke geschaffene Vokabular
(spezifiziert in [BM05]), stellt semantische Konstrukte auf Basis von RDF(S) bereit, um unter ande-
rem personenspezifische Angaben und Relationen zwischen Personen zu speichern. Hierbei können
Aussagen über die eigene Person (Name, E-Mail-Adresse, Messenger-ID, Web-Seite, Interessen etc.),
andere Personen, Gruppen und Organisationen sowie über Dokumente, Bilder und Projekte getroffen
werden.
Fresnel Fresnel ist ein Vokabular zur anpassbaren Darstellung von RDF-Graphen [Fre05]. Um
RDF-Graphen in Browsern adäquat darzustellen gibt es die Möglichkeit diese mit Technologien wie
XSLT [Cla99] zu transformieren. Dies ist in Abhängigkeit vom darzustellenden RDF-Graphen sehr
komplex wenn nicht gar unmöglich. Fresnel bietet die Möglichkeit Darstellungsdefinitionen zu ko-
dieren um diese entweder direkt an Browser auszuliefern [PBKL06], die dieses Vokabular zur Dar-
stellung auswerten können, oder definierte Eigenschaften in Fresnel applikationsseitig auszuwerten
und darzustellende Informationen mit CSS-Angaben zu verbinden. Letzteres ermöglicht es browse-
runabhängige Darstellungen des RDF-Graphen zu unterstützen. Browser, die das Fresnel-Vokabular
auswerten können, sind beispielsweise Longwell36 und LENA37.
SIOC (Semantically Interlinked Online Communities) Das SIOC-Projekt38 bietet mittels dem
SIOC-Vokabular [sio07] die Möglichkeit, Online-Communities näher zu beschreiben. In SIOC sind
Konzepte und Eigenschaften verankert, die unter anderem der Definition von Foren und Wikis so-
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wie beispielsweise FOAF kombiniert werden, um Verbindungen zwischen persönlichen Profilen und
Informationen aus sozialen Netzwerken zu modellieren.
SKOS (Simple Knowledge Organisation System) SKOS, entwickelt zu Repräsentation von Taxo-
nomien, Thesauri, Klassenschemata und weiteren strukturierten und kontrollierten Vokabularen, baut
ebenfalls auf RDF(S) auf und bietet eine einfache Möglichkeit, genannte kontrollierte Vokabulare
maschinenlesbar zu publizieren [MB08]. Somit werden diese althergebrachten Konzepte zum Einsatz
im Semantic Web aufbereitet, ohne dabei die komplexere OWL-Syntax beachten zu müssen.
WGS84 (Geo Positioning) Zur Positionsangabe realer Objekte auf der Erde kann das Vokabular
WGS84 Geo Positioning benutzt werden. Dieses Vokabular gibt die Möglichkeit Koordinaten in einem
standardisierten Format auf Basis des World Geodetic Systems 1984 [wgs04] zu definieren, dass auch
als Basis für das Global Positioning System (GPS) dient.
4.3 Existierende Semantic Web Datasets
Eine Möglichkeit externe Datenbestände zu nutzen, bieten Datasets (große zusammenhängende Da-
tenmengen). Diese können einerseits unter Nutzung von Web-Services mit gegebenen Parametern






Abfrage von bibliographischen Daten über einen
SPARQL-Endpoint oder Linked Data, URL: http:
//www4.wiwiss.fu-berlin.de/dblp/
oder http://dblp.l3s.de/d2r/
DBpedia uneingeschränkt teilweise Extraktion von Daten aus der Wikipedia
Enzyklopädie,automatische Semantifizierung und
Speicherung in einem RDF-Triple-Store, um diese
über einen öffentlichen SPARQL-Endpoint oder Lin-




Abfrage von Informationen über geographische Ele-
mente mittels Linked Data, URL: http://www.
geonames.org
Tabelle 3: Auszug existierender DataSets mit dem Angebot von Semantic Web Technologien
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in einem benötigten Format zu erhalten. Andererseits besteht die Möglichkeit, Daten mittels Linked
Data abzurufen (vgl. Abschnitt 5.6), wie dies bei den in Tabelle 3 aufgeführten Anbietern großer
semantisch annotierter Datenbestände der Fall ist. Eine weitere Liste von Datasets wird in [Dat08]
aufgeführt.
4.4 Semantic Web Bibliotheken
Zur Erstellung von Web Applikationen können Frameworks und Bibliotheken zum Einsatz kom-
men. Dies dient einerseits der vereinfachten Handhabung und andererseits der Unabhängigkeit durch
Abstraktion von zugrunde liegenden benutzten Kernkomponenten der verwendeten Architektur der
jeweiligen Web Applikation. Zur Nutzung von semantischen Technologien stehen ebenfalls eine Viel-
Name Typ Sprache Beschreibung
ARC SPARQL-
Server
PHP leichtgewichtiger SPARQL-Server, der direkt auf
einer MYSQL Datenbank arbeitet
Jena Framework Java Framework/Bibliothek zum erzeugen von Se-
mantic Web Applikationen, enthält Umgebung
für RDF(S), OWL, SPARQL, GRDDL und eine
regelbasierte Inference Engine. Ist auch benutz-





C++ Web Applikations Server und ORDBMS, der
SQL, XML und RDF Management unterstützt,
sowie Support für SPARQL, ODBC, GRDDL,





PHP Open-Source Klassenbibliothek zur Manipulati-









Sammlung von Bibliotheken zur Unterstützung
der Arbeit mit RDF. Unterstützt auch Turtle,
N3, Atom, RSS und enthält eine SPARQL und
GRDDL Implementierung
Sesame Framework Java und Py-
thon Wrap-
per
Open-Source RDF-Datenbank mit Bibliothek zur
Arbeit mit RDF-Daten
Tabelle 4: Semantic Web Bibliotheken
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zahl an Bibliotheken, Servern, und Frameworks zur Verfügung, die im ESW-Wiki39 zu großen Teilen
aufgelistet sind. In Tabelle 4 sind die wichtigsten Implementierungen aufgeführt, welche die Arbeit
mit RDF vereinfachen. Weiterhin stehen zur Darstellung von Informationen im Web-Browser ei-
ne Menge an Bibliotheken zur Verfügung, die der Benutzergruppe der jeweiligen Web-Applikation
eine höhere Performanz und Bedienbarkeit durch Technologien wie Asynchronous JavaScript and
XML (AJAX) [Gar05] ermöglichen. Zudem können diese Bibliotheken zur Minimierung des Ent-
wicklungsaufwandes beitragen. In Tabelle 5 sind Implementierungen aufgeführt, die zur Erstellungen
von Oberflächen in semantischen Web-Applikationen benutzt werden können. Besonders hervorzu-
heben ist die API rdfapi-js [DHP08] (nicht in der ESW-Wiki-Liste aufgeführt), die in der Oberfläche
im Ontowiki-Projekt zur Verwaltung von RDF-Daten zum Einsatz kommt. Durch Nutzerinteraktion
herbeigeführte Veränderungen in der clientseitigen RDF-Repräsentation werden mit dem serverseitg
serialisierten RDF-Model mittels asynchroner Datenübertragung mit Hilfe dieser API synchronisert
und die (X)HTML-RDF-Repräsentation in der Oberfläche aktualisiert. Dadurch werden keine zusätz-
lichen Anfragen an die Web Applikation zur Generierung einer Ausgabe benötigt.
Name Typ Sprache Beschreibung
Ajax Client for
Sparql






JavaScript Modul zur Behandlung von RDF-
Daten
rdfapi-js GUI-Bibliothek JavaScript Erzeugung von JavaScript Objekten
unter Nutzung eines RDF/a Parsers um
client-seitig RDF Daten zu verwalten
RDFParser GUI-Bibliothek JavaScript verarbeitet direkt RDF/XML und ist
benutzbar mit Web-Browsern, die
DOM-Level 2 fähig sind
Tabelle 5: Semantic Web GUI Bibliotheken
39http://esw.w3.org/topic/SemanticWebTools
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5 Charakterisierung semantischer Web-Applikation
Im Grundlagenkapitel Abschnitt 2.1 wurde der Begriff des Semantic Web eingeführt. Um den Begriff
der semantischen Web-Applikation zu beschreiben, werden folgend einerseits semantische Technolo-
gien und andererseits bestehende Web-Applikationen begutachtet, die diese Technologien benutzen.
Zuvor wird im Abschnitt 5.1 eine erste Charakterisierung von Web-Applikationen zum Umgang mit
semantischen Daten vorgenommen.
5.1 Web-Applikationen im Semantic Web
Wie Alex Iskold, der Gründer von Adaptive Blue40, auf dem Weblog ReadWriteWeb41 in mehreren
Artikeln42 beschreibt, existieren unterschiedliche Szenarien, in denen Web-Applikationen mit seman-
tisch annotierten Daten umgehen.
Im klassischen Szenario wird die Bottom-Up Methode benutzt, welche die Erzeugung von semanti-
schen Daten beschreibt. Hierbei besteht die Möglichkeit, solche Daten einerseits manuell durch die
Community generieren zu lassen und andererseits dies mit Automatismen zu bewerkstelligen. Mittels
beider Techniken können daraus resultierende semantische Datenbestände im WWW beispielsweise
im RDF-Format oder innerhalb von HTML mit Microformats repräsentiert werden. Somit werden
diese Daten publiziert und können wiederverwendet werden.
Wiederverwendbare Daten ermöglichen das zweite Szenario, welches mit dem Top-Down Ansatz be-
zeichnet wird. In diesem Ansatz wird die Wiederverwendung von Daten beschrieben. Damit werden
einerseits Web-Applikationen ermöglicht, die selbst über keine semantischen Datenbestände verfü-
gen, sondern diese von externen Quellen beziehen und in irgendeiner Art und Weise benutzen. An-
dererseits können Web-Applikationen sich in deren eigenen Wissensbasen auf externe semantische
Datenbestände beziehen und beispielsweise weitere Aussagen über entfernt vorhanden Informatio-
nen im Web zur Verfügung stellen.
Somit lässt sich eine erste Charakterisierung verschiedener Arten semantischer Web-Applikationen
aufstellen:
1. Bottom-Up Ansatz: Web-Applikationen, die semantische Daten generieren.
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3. Kombinierter Ansatz: Web-Applikationen, die semantische Daten generieren und Informatio-
nen externer Wissensbasen wiederverwenden.
5.2 Technologien des Semantic Web auf Modellebene
Als RDF(S) und OWL vom W3C unter anderem als Formate zur Speicherung und Verarbeitung von
Wissensbasen empfohlen wurde (siehe Abschnitt 2.4), war die Entwicklung von Komponenten, die
diese Formate verarbeiten können, schon in vollem Gange. In herkömmlichen Web-Applikation wer-
den zumeist relationale oder objekt-relationale Datenbank-Management-Systeme verwendet. Mittels
dieser Datenbank-Management-Systeme werden Datenbanken verwaltet, in denen Entitäten einem
festen Datenbank-Schema entsprechend gespeichert sind. Aufgrund dieser festen Schemata ist es
einer Web-Applikation möglich, Daten in der Datenbank zu speichern beziehungsweise Daten aus
dieser abzurufen. Web-Applikationen, die semantische Technologien auf Basis von RDF zur Verwal-
tung von Datensätzen benutzen, speichern deren Daten ebenfalls mittels einem definierten Schema.
Dieses muss im Gegensatz zu herkömmlichen Web-Applikationen bei sich ändernden Anforderungen
an die Datenhaltung allerdings nicht modifiziert werden. Im Folgenden werden die Möglichkeiten der
Datenhaltung sowie der Verwaltung von Daten in semantischen Web-Applikationen beschrieben.
5.2.1 Modellierung des Schemas
Vor Entwicklungsbeginn der Modelkomponente einer Web-Applikation muss das Schema modelliert
werden, in dem später die Daten gespeichert werden sollen. Bei herkömmlichen Web-Applikation
muss entschieden werden, welches Repository zum Einsatz kommen soll. Einerseits ist es möglich
die Daten in Datenbanken abzulegen, die mittels der Datenbanksprache SQL zur Definition (DDL:
Data Definition Language), Abfrage und Manipulation(DML: Data Manipulation Language) von
Daten operieren. Andererseits besteht unter anderem auch die Möglichkeit Daten in XML-basierten
Repositories abzulegen, welche mit XPath [CD99] und XQuery [BCF+07] interagieren. Die der mo-
dellseitigen Datenverarbeitung zugrunde liegenden Technologien sind vom verwendeten Reposito-
ry abhängig, allerdings wird bei jedem Repository ein Schema zur Datenstrukturierung festgelegt.
Hierzu werden zumeist Objekttypen, Relationen, Operationen und so weiter identifiziert, die dann
mit Tabellen oder Knotentypen, Attributen, Datentypen, Beziehungen und Regeln umgesetzt werden.
Das bedeutet, dass nur Datensätze gespeichert werden können, die genau der definierten Struktur
entsprechen. Kommen Datensätze hinzu die nicht dieser expliziten Struktur entsprechen, müssen Än-
derungen am Schema vorgenommen werden, dass unter anderem Konsistenzprüfungen bestehender
Datensätze sowie Änderungen der applikationsseitigen Modell-Komponenten zur Folge hat.
Bei der Modellierung eines Schemas für semantische Web-Applikationen sind einige Vorteile direkt
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ersichtlich. Hierbei werden Ontologien mit RDF(S) und OWL Vokabularen modelliert. In RDF(S)
und OWL modellierte Ontologien werden alle Definitionen von Elementen als Ressourcen betrachtet,
über die Aussagen gemacht werden. Diese Aussagen lassen sich in Tripel-Form ausdrücken. Somit
besteht das Tripel-Form-Schema, minimal aus den drei Typen „Subjekt“ „Prädikat“ und „Objekt“.
Repositories, die Daten in Tripel-Form speichern, werden als RDF-Triple-Store bezeichnet. Wird
beispielsweise eine so modellierte Ontologie in einer Datenbanktabelle gespeichert, so hätte diese
mindestens diese drei Typen als Spalten. Das eigentliche Schema der Ontologie, also Klassen, Ei-
genschaften, Relationen und so weiter würde dann zusammen mit den Instanzen, also den konkreten
Wertbelegungen der im Schema definierten Typen, gespeichert werden. Dies hat den Vorteil, dass Än-
derungen am Schema der Ontologie keine Änderungen am Schema des RDF-Triple-Stores erfordern
und generische Komponenten zur Abfrage und Manipulation der Daten verwendet werden können.
5.2.2 Speicherung von Wissensbasen
In diesem Abschnitt werden Ansätze zur Speicherung von RDF-basierten Wissensbasen vorgestellt.
Einerseits kann eine Wissensbasis in einem RDF-Dokument in gewünschter Notationsform wie N3,
Turtle und RDF/XML gespeichert werden. Aufgrund dessen, dass RDF auf XML aufbaut, wie in Ab-
bildung 1 zu sehen, ist es möglich, Anfragen an eine so serialisierte Wissensbasis mit bestehenden
Technologien wie XPath und XQuery zu gestalten. Zudem existieren Implementierungen, die sich
an diesen Technologien orientieren beziehungsweise diese erweitern, wie das bei XUL 43, Versa 44
und RxPath 45 der Fall ist. Andererseits können die in der RDF-basierten Wissensbasis enthaltenen
Ressourcen als Tripel extrahiert werden, um diese in einem RDF-Triple-Store zu speichern. Die mini-
mal im Speicher-Schema eines RDF-Triple-Stores enthaltenen Definitionen wurden schon erwähnt,
werden folgend aber genauer ausgeführt. Aufgrund der Tatsache, dass die Speicherung von RDF-
Triple-Stores meistens auf relationalen Datenbanken aufsetzen, wird sich hier auf die Darstellung des
möglichen Datenbankschemas beschränkt.
Der einfachste Ansatz des Aufbaus eines RDF-Triple-Stores ist monolitisch, wie in Abbildung 11 46
zu sehen ist. Die Tripel werden in den Spalten subject, predicate und object getrennt gespeichert. Die
isLiteral-Spalte dient der Identifikation des Typs des Objektes. Dieser muss zwischen Literal und URI
unterschieden werden.
Alle Bestandteile eines jeden Tripels werden in einer Tabelle gespeichert, was den Import und Ex-
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Abbildung 11: Nicht-normalisierter Ansatz eines datenbankbasierten RDF-Triple-Stores
allerdings noch normalisieren, was unter dem Aspekt sinnvoll ist, dass in den Spalten subject, pre-
dicate und object meistens URIs gespeichert werden. In RDF-Graphen ist die Kantenmenge sehr oft
größer als die darin repräsentierte Knotenmenge. Sind in einer Ontologie beispielsweise 1000 Instan-
zen ein und der selben Klasse enthalten, wird die URI der Klasse 1000 mal in der object-Spalte und
die rdf:type-Property wäre eben so oft in der predicate-Spalte gespeichert. Um dies aufzulösen, kann
zusätzlich zur Tabelle statements noch die Tabelle ressources hinzugefügt werden, in der alle Res-
sourcen und Werte von Literalen gespeichert werden. Die Felder der statements-Tabelle würden dann
nur noch die eindeutigen Identifier der URIs als Werte enthalten sein. Bei der Suche nach bestimm-
ten Aussagen im RDF-Triple-Store müssten allerdings immer noch sehr große Mengen an Einträgen
durchsucht werden. Hierzu lassen sich weitere Tabellen hinzufügen, um die Menge der Einträge der
Tabelle resources zu verteilen. Eine Möglichkeit ist die gesonderte Speicherung von Literalen und
Eigenschaften. Aufgrund der Beschaffenheit von Ressourcen-URIs, dass diese den Namensraum ent-
halten in dem die jeweilige Ressource definiert ist, wäre ebenfalls eine Auslagerung des Namens-
raumes in eine separate namespaces-Tabelle sinnvoll. Das daraus resultierende Datenbank-Schema
würde in etwa dem in Abbildung 12 entsprechen.
Um weiterhin Aussagen über Modelle, aus denen Ressourcen genutzt werden, definieren zu können,
lässt sich noch eine models-Tabelle hinzufügen. In dieser werden alle erzeugten, importierten und
referenzierten Modelle gelistet. Zusätzlich wird in der statements-Tabelle eine model-Spalte hinzuge-
fügt, in welcher für jedes Statement die Referenz auf das entsprechende Modell gespeichert wird. Als
Beispiel für einen solchen Aufbau sind die RDF-Triple-Store, die von RDF Gateway 47 und RDF Api
for PHP48 (RAP) [OBW06] benutzt werden.
Ein weiteres Konzept zur Speicherung von Tripeln in Datenbanken wird von Jena Semantic Web Fra-
mework49 (Jena) [WSKR03] benutzt und ist eigenschaftsorientiert. Dieses Konzept nutzt die Eigen-
schaft von Wissensbasen, dass wenige Eigenschaften oft wiederverwendet werden. Für jede verwen-
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Abbildung 12: Normalisiertes Datenbank-Schema des RDF-Triple-Stores
Die ersten beiden Attribute verweisen auf Einträge in einer resources-Tabelle und die letzte Spalte
dient, wie auch im vorherigen Ansatz, der Unterscheidung des Objekt-Wertes zwischen Literal und
URI. Zusätzlich muss eine Tabelle eingeführt werden, die alle Namen von Eigenschaftstabellen den
entsprechenden URIs der Eigenschaften zuordnet. Das ist notwendig, weil Tabellennamen nicht aus
Sonderzeichen bestehen dürfen, wie diese in URIs zulässig sind. Der Vorteil eines so aufgebauten
RDF-Tripel-Store ist ersichtlich. Beim Suchen nach Ressourcen mittels Anfragen, bei denen das Prä-
dikat gegeben ist, muss nur die dem Prädikat entsprechende Tabelle durchsucht werden. Anfragen bei
denen das Prädikat nicht gegeben ist, entsteht allerdings ein Nachteil, da alle Eigenschaftstabellen zu
durchsuchen sind [Gro03].
Zur Speicherung von Wissensbasen in datenbankgestützten RDF-Triple-Stores gibt es weitere An-
sätze, die hier in ihrer Vollständigkeit allerdings nicht aufgeführt werden. Zuletzt sei aber noch ein
objektrelationaler Ansatz erwähnt, bei welchem sich unter anderem die Eigenschaft objektrelationaler
Datenbankmanagementsysteme (ORDBMS) zu Nutze gemacht wird Tabellenhierarchien zu erzeugen
[ACK+01]. Diese Eigenschaft ermöglicht es, Konzepthierarchien, die in RDF(S) und OWL erzeugt
werden können, direkt auf Tabellen abzubilden.
5.2.3 Serialisierung und Deserialisierung von Daten
Im letzten Abschnitt 5.2.2 wurde der Begriff RDF-Triple-Store vorgestellt und mögliche Umsetzun-
gen skizziert. Um Daten, die in Tripel-Form in diesen Repositories gespeichert werden, zu seriali-
sieren und zu deserialisieren, gibt es mehrere Verfahrensweisen und anwendbare Technologien. Ru-
dimentär besteht die Möglichkeit, Daten mittels der für Datenbanken gebräuchlichen Sprache SQL
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zu extrahieren, hinzuzufügen und zu manipulieren. Wie im letzten Abschnitt allerdings beschrieben
wurde, gibt es mehrere Möglichkeiten wie ein RDF-Triple-Store aufgebaut sein könnte. Möglicher-
weise ist ein solcher RDF-Triple-Store auch datenbankunabhängig implementiert und würde SQL
unter Umständen gar nicht ermöglichen. Würde also eine Applikation Anfragen mittels SQL an ein
RDF-Repository stellen, müssten diese fest mit der Implementierung des RDF-Repositories „ver-
zahnt“ werden. Um diesen Umstand aufzulösen, existieren weitere Sprachen, die zudem noch an die
Speicherung von Daten in Tripel-Form angepasst sind. Eine der bedeutensten Sprachen zur Abfrage
von Tripeln ist SPARQL [CFT08]. Diese wurde am 15. Januar 2008 vom W3C zur Empfehlung (Re-
commendation) erklärt und baut auf zuvor entwickelte Sprachen wie RQL [KAC+02], RDQL [Sea04]
und SquishQL [MSR02] auf. Mittels dieser Sprachen können allerdings noch keine Datenmanipula-
tionen vorgenommen werden, was zur Folge hat, dass RDF-Triple-Stores derzeit noch spezielle, an
deren Aufbau angepasste Methoden dafür zur Verfügung stellen müssen. Ähnlich der mittlerweile
standardisierten Abfragesprache SPARQL wird derzeit eine Begleitsprache mit dem Namen SPAR-
QL/Update (SPARUL) [SM08] entwickelt, die diesen Umstand auflösen soll.
Implementierung RDQL SPARQL
ARC Nein Ja
ARQ (Jena) Ja Ja
Joseki Nein Ja
OpenLink Virtuoso Nein Ja + Sparql embedded in SQL
Redland librdf Ja Ja
RDF Api for PHP (RAP) Ja Ja
openRDF Sesame Ja Ja
Quelle: http://esw.w3.org/topic/SparqlImplementations
Tabelle 6: Support von Abfragesprachen in Bibliotheken und Servern (Auszug)
Die meisten bekannten Bibliotheken und Server, die als Abstraktionsschicht zwischen Applikation
und RDF-Repository eingesetzt werden können, bieten die Möglichkeit mit genannten Sprachen
umzugehen. In Tabelle 6 sind einige der wichtigsten Implementierungen gelistet, die Anfragen via
RDQL und/oder SPARQL ermöglichen. Um mittels SPARQL auf einen datenbankgestützten RDF-
Triple-Store zugreifen zu können, werden SPARQL-Anfragen beziehungsweise RDQL-Anfragen in
adäquate SQL-Anfragen übersetzt, in welchen die Merkmale des jeweiligen RDF-Triple-Store be-
dacht sind. In [Wei07] ist die Implementierung des SPARQL-Prozessors dokumentiert, wie er in der
RAP-API [OBW06] eingesetzt wird. Der Umgang mit SPARQL wird anhand von beispielhaften An-
fragen im Anwendungsfall vakantieland.nl im Abschnitt 6.2.2 näher erläutert.
In den bisher beschriebenen Mechanismen zur Extraktion von Daten werden alle Informationen als
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Ressourcen in Tripel-Form betrachtet. Selbst wenn OWL-Dokumente in einem RDF-Triple-Store ab-
gebildet werden, sind bei einer Anfrage mittels einer entsprechenden SPARQL-Anfrage grundlegend
nur Ressourcen in der Ergebnismenge enthalten. Diese können dann applikationsseitig zu komplexen
Objekten zusammengesetzt werden. Wenn also beispielsweise eine durch eine URI referenzierbare
Instanz mit allen dazugehörigen Eigenschaften deserialisiert werden soll, muss zumeist eine sehr um-
fangreiche Anfrage oder gar mehrere Anfragen in Folge gestellt werden. Unter Umständen werden
innerhalb der Applikation nicht nur die Eigenschaften und deren Wertbelegungen benötigt, sondern
auch Schemainformationen wie beispielsweise der entsprechende Datentyp. Hierzu bietet sich bei-
spielsweise die pOWL-API, die in späteren Entwicklungsschritten zur Erfurt-API erweitert wurde,
als weitere Abstraktionsebene an (siehe Abbildung 7). Diese stellt, wie schon im Abschnitt 3.3.3 kurz
skizziert, Anfragen an die zugrunde liegende RAP-API und erzeugt aus den entsprechenden Ressour-
cen der jeweilig resultierenden Ergebnismenge komplexe Objekte, die alle benötigten Informationen
zur Verfügung stellen. Die erzeugten Objekte sind unter anderem vom Typ Model (model), Klasse
(class), Instanz (instance) und Eigenschaft (property). Auf diese Art und Weise identifizierbare Ob-
jekte erleichtern den Umgang mit Informationen innerhalb einer Applikation und schaffen zudem die
Möglichkeit auf feingranulare Modelkomponenten zu verzichten.
5.2.4 URI-Design
Idealerweise sind in Web-Applikationen, die mittels des HTTP-Protokoll mit den Clients interagie-
ren, URLs den REST-Prinzipien [Fie00] entsprechend aufgebaut. Da das HTTP-Protokoll zustandslo-
se Kommunikation spezifiziert, sollte auf Techniken verzichtet werden, die diese unterbinden. URLs
dienen im Web der eindeutigen Identifikation von WWW-Ressourcen genauso wie URIs die Res-
sourcen in RDF eindeutig identifizieren. Diese Ähnlichkeit kann man sich beim Design der URIs zur
Speicherung der Daten sowie dem Controller-Design innerhalb der Applikation zu nutze machen.
Werden Anfragen an die Applikation ausgeführt, welche die Ausgabe einer oder mehrerer Ressour-
cen bedingt, wäre der Entwicklungsaufwand des Controllers minimal, wenn die URLs direkt an eine
adäquate Modelkomponente weitergereicht werden könnten, um dort als URIs zur Identifikation der
im Repository repräsentierten Ressource zu dienen. Das auszugebende Format könnte mittels Con-
tent Negotiation, also der Übermittlung das angeforderten Ausgabeformates im header der Anfrage,
erfolgen und müsste nicht in der URL kodiert werden. Somit würde erreicht werden, dass die selbe
URI beispielsweise für eine HTML-Ausgabe für Menschen und eine RDF-Ausgabe für Maschinen
benutzt werden kann. In vielen Web-Applikationen werden die auszuführenden Aktionen ebenfalls
in der URL kodiert (entweder durch direkte Angabe oder durch Parameter bedingt). Diese Kodierung
lässt sich allerdings mittels geeigneter Techniken vom Rest der URL separieren. Weiterhin ließen
sich in URIs weitere Eigenschaften von Ressourcen integrieren, um somit Anfragen an das Repo-
sitory einzusparen. In [SCV07] wird auf die Eigenschaften des Semantic Webs eingegangen, dass
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Quelle: [SCV07]
Abbildung 13: Techniken zum Umgang mit URIs
URIs nicht nur Identifikatoren für Dokumente sein können, sondern auch zur Identifikation von phy-
sikalischen, abstrakten oder aber auch nicht vorhandenen Objekten einsetzbar sind. Verallgemeinert
werden alle Objekte als Ressourcen deklariert. Vorgeschlagen wird in [SCV07] hierzu die Integration
eines hinreichend gut verbalisierten Ressourcentyps in der URI. An folgendem oft benutzten Beispiel
der Person Alice wird dies verdeutlicht:
• Identifikator für die Person Alice: http://<domain>/id/alice
• Identifikator für die Homepage von Alice: http://<domain>/people/alice
• RDF Dokument mit der Beschreibung von Alice: http://<domain>/data/alice
Zur Auswertung von URIs werden in [SCV07] zwei Ansätze verdeutlicht, die sich direkt auf das
Design der URIs selbst auswirken. Einerseits werden 303-URIs beschrieben, die auf Status-Codes
des HTTP-Protokolls zurückgreifen (Redirect Status Code: 303 See Other). Mit dieser Technik kann
der Client direkt über den eigentlichen Ort der Informationsressource in Kenntnis gesetzt werden,
wie dies in Abbildung 13 skizziert ist. Bei der zweiten Technik, den Hash-URIs, wird die Raute
(„ # “) benutzt, um einen Hash in der URI kenntlich zu machen. Diese Art von URIs wird verwendet,
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um Ressourcen eindeutig zu identifizieren, die nicht durch Web-Dokumente repräsentiert werden. In
Verbindung mit Content Negotiation lassen sich allerdings auch Web-Dokumente an den anfragenden
Client zurückgeben (siehe ebenfalls Abbildung 13).
Weiterhin wird der Einsatz neuer Uri-Schemata vorgeschlagen, um eine Trennung zwischen Doku-
menten und Objekten herzustellen, die in Dokumenten beschrieben werden. Beispielhaft seien hierfür
die Schemata magnet50, XRI51 und info52 genannt. Tim Berners-Lee veröffentlichte zudem in [coo98]
Grundsätze, die unabhängig vom gewählten Design für URIs gelten sollten. Als Wichtigstes stellt er
dabei heraus, dass URIs sich auch über einen längeren Zeitraum hinweg nicht ändern und zudem so
einfach wie möglich aufgebaut sein sollten.
5.2.5 Benutzung existierender Vokabulare und Datasets
Die in Abschnitt 4.2 skizzierten Vokabulare wurden als Teil einer großen Menge möglicher Voka-
bulare benannt. Verschiedenste Anwendungsfälle, die als Web-Applikation unter Nutzung seman-
tischer Technologien entwickelt werden, benötigen zum Teil verschiedene Vokabulare. Allerdings
werden bestimmte Techniken zur Erzeugung bestimmter Funktionalitäten in den verschiedenen Sys-
temen ähnlich implementiert und die dadurch entstehenden Daten auch in ähnlichen Datenstruktu-
ren abgelegt. Unter dem Aspekt der Interoperabilität ist die Nutzung spezieller Vokabulare für die
verschiedenen Anwendungsbereiche von Vorteil. Wird beispielsweise ein soziales Netzwerk mit-
tels einer Web-Applikation geschaffen, bieten sich die Vokabulare FOAF und SIOC zur Serialisie-
rung von auf die Community oder auf Personen bezogenen Daten an (vgl. Abschnitt 4.2). Werden
Geo-Koordinaten innerhalb einer Web-Applikation benutzt oder zwischen Web-Applikationen ausge-
tauscht, ist das WGS84-Vokabular geeignet, da dies eine Abbildung des gleichnamigen Standards für
geodetische Daten ist. Aufgrund der Erweiterbarkeit von Vokabularen muss sich bei der Entwicklung
der Web-Applikation nicht auf die enthaltenen Konstrukte beschränkt werden. Werden nun Anfra-
gen an die Web-Applikation gestellt, die zur Extraktion von Ressourcen aus diesen Namensräumen
führen, kann entschieden werden auf welche Weise derartige Informationen auszugeben beziehungs-
weise anzuzeigen sind. Weiterhin ist es möglich sich bei Web-Applikation (z.B. Foren) nicht mehr
mit allen personenbezogenen Daten einzeln registrieren zu müssen, sondern eine erreichbare FOAF-
Datei zu benutzen, die alle benötigten Daten des neuen Benutzers enthält. Durch die Serialisierung
der Informationen mit einem derartigen kontrollierten Vokabular können die einzelnen Daten von der
Web-Applikation der internen Repräsentation der Daten zugeordnet werden. Werden Daten zwischen
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Daten geeinigt und spezielle Web-Services und Web-Service-Architekturen verwendet werden. Wei-
terhin wurden empfangene Daten auf eine applikationsinterne Repräsentation abgebildet um diese
dann weiterverarbeiten zu können. Dieser komplexe Vorgang zum Austausch von Daten kann mit
geeigneten und standardisierten Vokabularen minimiert werden. Die so kodiert übertragenen Daten
liefern ihr Schema unter Umständen selbst mit und können auf generische Weise von der Applikation
zur Laufzeit in die korrekte applikationsseitige Objektstruktur überführt werden.
In diversen Anwendungsfällen ist es unumgänglich, anzuzeigende Daten auf dem aktuellsten Stand
zu halten, was hohen Verwaltungsaufwand mit sich bringt. Eine Möglichkeit dies zu bewerkstelli-
gen ist es, diese Daten nicht in den eigenen Datenbestand zu integrieren, sondern von speziellen
Daten-Providern zu beziehen. Solche Daten müssen allerdings entweder in regelmäßigen Abstän-
den von Hand importiert oder über Web-Services abgerufen werden, was die gleichen zuvor be-
schriebenen Probleme mit sich bringen kann. Die Verwendung von Semantic Web Datasets, wie
die in Abschnitt 4.3 beispielhaft aufgeführten, können hierfür eine gute Alternative darstellen. Hier-
bei werden ebenfalls Vokabulare zur semantischen Annotation der Daten benutzt und ermöglichen
unter anderem die Ausgabe der Daten auf der eigens generierten Oberfläche anzupassen. Die von
Dataset-Providern publizierten Daten können einerseits direkt mit URIs adressiert und mittlerwei-
le auch alternativ mit SPARQL dynamisch abgefragt werden. Stellen Anbieter von Datasets die
Stabilität (Nicht-Änderbarkeit) von erzeugten URIs für Ressourcen sicher, ist es sinnvoll diese in
der eigenen Wissensbasis aufzunehmen. Je nach Anwendungsfall und referenziertem Ressourcen-
typ stehen in RDF(S) und OWL verschiedene Prädikate zur Referenzierung (z.B. rdfs:seeAlso,
owl:sameAs, owl:differentFrom ... ) bereit. Bei der Entwicklung derartiger Funktionalitä-
ten gibt es verschiedene Verfahrensweisen. Einerseits können die Daten serverseitig mittels spezieller
Funktionen vom Dataset-Provider abgerufen werden, um danach eine entsprechende Weiterverar-
beitung beziehungsweise Ausgabe der Daten zu erzeugen. Andererseits können unter Verwendung
verschiedener Technologien auch clientseitig die Daten angefordert werden, um diese dann direkt im
Web-Browser des Benutzers darzustellen. Ist die Aktualität der Daten nicht von höchster Priorität,
lässt sich auch ein entsprechender Caching-Algorithmus integrieren, um die Daten applikationsseitig
mit einer vergebenen Time To Live-Etikette vorzuhalten.
5.2.6 Reasoning in Web-Applikationen
Im Abschnitt 2.1 wurde Reasoning als ein zentraler Bestandteil des Semantic Web deklariert und in
Abschnitt 4.1 einige Implementierungen für Reasoner erwähnt. Beim Design, der Entwicklung so-
wie dem laufenden Betrieb von Web-Applikationen können Reasoner je nach Anwendungsfall eben-
falls nützliche, wenn nicht gar integrale Funktionen übernehmen. Zur Ermittlung von Funktionen
die Reasoner in Web-Applikationen übernehmen können, muss ebenfalls zwischen den einzelnen
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Reasoning-Arten unterschieden werden. Auf die zugrundeliegenden Algorithmen (z.B. Tableauver-
fahren) wird an dieser Stelle nicht eingegangen (siehe dazu z.B. [HKRS07]). Deduktive Reasoning-
Mechanismen können beispielsweise Subklassenbeziehungen, Klassenäquivalenz, Klassendisjunkt-
heit, globale Konsistenz (der Wissensbasis) sowie Klassenkonsistenz ermitteln. Diese Möglichkeiten
können bei der Entwicklung von Web-Applikationen im Semantic Web unter anderem für die Themen
Validation und Inferenzermittlung bedacht werden und zur Minimierung des Entwicklungsaufwandes
führen. So sind bei der Modellierung großer Modelle Methoden denkbar, die dem Software-Designer
beispielsweise bei der Ermittlung äquivalenter Klassen unterstützen. Bei der Implementierung kann
auf Methoden verzichtet werden, die im späteren Betrieb die Konsistenz des Models auf fest ver-
drahtete Weise überprüfen. Wie in Abschnitt 4.1 schon erwähnt, kann implizit vorhandenes Wissen
durch Reasoner expliziert werden (z.B. Aufdecken von Transitivitäten) um somit diverse Abfragen
auf dem Model zu vereinfachen oder deren Performanz zu erhöhen. Denkbar sind auch Funktionen,
die mit Hilfe von deduktivem Reasoning eine Reorganisationen des Schemas (automatisches Hinzu-
fügen von Subklassenbeziehungen) auf Basis sich ändernder Klassenbeschreibungen (z.B. Axiom mit
enthaltener Intersektion von Klassennamen und Restriktionen) durchführen.
Algorithmen, die automatisch Schlussfolgern, erzeugen dabei allerdings kein neues Wissen, sondern
decken nur vorhandenes Wissen auf. Bei induktiven Reasonern wird nicht nur geschlussfolgert son-
dern auch der Wissensbasis neues Wissen hinzugefügt. Diese Eigenschaft kann sich ebenfalls in ver-
schiedenen Phasen der Softwareentwicklung zu Nutze gemacht werden. Eine häufig durchzuführende
Aufgabe ist die Klassifizierung von möglichen Daten, die zur Laufzeit der Applikation entstehen kön-
nen. Alle möglichen Klassen von Daten zu ermitteln, wird allerdings je nach Anwendungsfall sehr
kompliziert oder auch unmöglich sein. Hierfür bietet sich induktives Reasoning an, welches Axio-
me zur Beschreibung von Klassen auf Basis gegebener Beispiele ermitteln kann. Somit würde der
Aufwand, der zur Klassifizierung nötig ist, entweder durch Automatisierung oder zur manuellen Un-
terstützung minimiert werden.
Denkbar wäre eine Immobilienplattform als Anwendungsbeispiel, bei der grundlegend nur die Klas-
sen und Eigenschaften im Model existieren, die für eine allgemeine Beschreibung des Immobilien-
Objektes notwendig sind. Beispielhafte Klassifizierungen der Immobilien-Objekte nach Wohntyp und
Zimmeranzahl existieren bei Inbetriebnahme der Applikation noch nicht. Wenn nach einiger Zeit
vermehrt Immobilien-Objekte mit beispielsweise drei Zimmern hinzukommen, könnte ein indukti-
ver Reasoner aufgrund dieser Daten eine Klassifizierung vornehmen, die zur Erzeugung der Klasse
Drei-Raum-Wohnung und so weiter führt. In nachfolgenden Schritten könnten wiederum deduk-
tive Reasoner dazu verwendet werden, neu hinzugekommen Klassen in der Konzepthierarchie über
Subklassenbeziehungen einzuordnen. Ein möglicher Reasoner, der für einen derartigen Anwendungs-
fall aufgrund der dadurch einsetzbaren Reasoning-Arten verwendbar wäre, ist der DL-Learner (vgl.
Abschnitt 4.1).
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Ein zu bedenkender Fakt, der bei der Anwendung derartiger Algorithmen nicht vernachlässigt werden
darf, ist die noch nicht ausreichende Performanz, die gerade bei großen Modellen stark einbrechen
kann. Allerdings gibt es hierfür architektonische Lösungen zur Lastverteilung. Unter Umständen ge-
nügt es auch, dafür benötigte Funktionen nur in bestimmten Zeitabständen auszuführen.
5.2.7 Zusammenfassung
In semantischen Web-Applikationen ist die Wahl des Repositories sowie die Art und Weise mit der
auf die Daten zugegriffen wird nicht vorgeschrieben. Bei großen Wissensbasen ist der Einsatz von
geeigneten RDF-Triple-Stores allerdings von Vorteil. Diese ermöglichen den Einsatz von effizien-
ten und leicht zu handhabenden Anfragesprachen und Update-Mechanismen. Gerade der Einsatz von
SPARQL als Anfragesprache erhöht die Performanz und verringert den Entwicklungsaufwand, da
hierzu nur Informationen über die Ontologie und nicht über das benutzte Schema des zugrunde lie-
genden RDF-Triple-Stores benötigt werden. Zudem können Anfragen an Repositories durch einen
gut durchdachten Aufbau von URIs eingespart werden, was ebenfalls einerseits zur Minimierung des
Entwicklungsaufwandes und andererseits zur Erhöhung der Performanz beitragen kann. Die skizzier-
ten Reasoning-Arten können je nach Anwendungsfall durch die in Abschnitt 4.1 vorgestellten Rea-
soner einen Beitrag zur Entwicklung von Wissensbasen bei der Konzeption von Web-Applikationen
im Semantic Web leisten. Zur Laufzeit von Web-Applikationen sind Reasoner ebenfalls für verschie-
dene Funktionalitäten benutzbar, müssen aber aufgrund deren Entwicklungsstandes in Hinsicht auf
Performanz mit Vorsicht eingesetzt werden.
5.3 Technologien auf Oberflächenebene
Neben den vorgestellten semantischen Techniken und Technologien auf Modellebene, die unter Ande-
rem auch direkt und inderekt auf die Steuerung von Web-Applikation Einfluss haben (vgl. Abschnitt
5.2), existieren semantische Technologien, die zur Darstellung der Informationen in Benutzerober-
flächen von Web-Applikationen eingesetzt werden können. Mit Hilfe von Content Negotiation, zur
Ermittlung des gewünschten Ausgabeformates, ist es einerseits möglich direkt RDF/XML auszu-
geben, andererseits können aber auch Informationen innerhalb herkömmlicher Formate wie HTML
semantisch annotiert werden. In Abschnitt 5.3.1 werden die für das Semantic Web gebräuchlichen
Vokabulare zur semantischen Annotation vorgestellt und in Abschnitt 5.3.2 auf Technologien einge-
gangen, die zur Implementierung zur Verfügung stehen und die Benutzerinteraktion erhöhen können.
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5.3.1 Clientseitige Repräsentation von Informationen
Zur Benutzung von Web-Applikation wird zumeist ein geeigneter Browser zur Darstellung der Benut-
zeroberfläche benutzt. Die Standardformate zur Kopplung von Informationen und Darstellungsanga-
ben sind (X)HTML [PAA+02] und CSS. Browser neuerer Generationen unterstützen mittels eines in-
tegrierten Preprozessors auch die Darstellung von XML+XSLT. Minimale semantische Annotationen
können unter Anderem mit den (X)HTML-Standard-Attributen class, rel und ref bewerkstelligt
werden. Um in (X)HTML kodierte Informationen darüber hinaus mit Semantik anzureichern, gibt
es die Möglichkeit dies auf proprietäre Weise mit Microformats zu bewerkstelligen. Elegantere und
zukunftsorientierte Annotationsweisen sind mit RDF/a, eRDF und GRDDL möglich. Aussagen über
den Inhalt kompletter (X)HTML-Dokumente lassen sich mit Hilfe von Metatags im header definie-
ren. Hierzu stehen eigene Vokabulare wie beispielsweise Dublin Core zur Verfügung (vgl. Abschnitt
2.4 und 4.2) und könnten wie in Listing 1 beispielhaft skizziert aussehen.
Listing 1: Dublin Core Metadaten im Header eines (X)HTML-Dokumentes
<META NAME = "DC. t i t l e " CONTENT= ’ T i t e l des Dokumentes ’ >
<META NAME = "DC. d e s c r i p t i o n " CONTENT= ’ B e s c h r e i b u n g des Dokumentes ’ >
<META NAME = "DC. c r e a t o r . name " CONTENT = ’ Autorenname des Dokumentes ’ >
<META NAME = "DC. f o r m a t " SCHEME="DCTERMS. IMT" CONTENT= ’ t e x t / html ’ >
Microformats Microformats sind Markup-Vokabulare zur semantischen Annotation von in
(X)HTML repräsentierten Informationen und basieren auf bestehenden Standards. Auf http://
www.microformats.org wird die Definition von Microformats folgendermaßen beschrieben:
Designed for humans first and machines second, microformats are a set of simple,
open data formats built upon existing and widely adopted standards.
Microformate sind also von Autoren leicht zu benutzen und können auch von Maschinen ausgewertet
werden. Dabei sind allerdings nur explizite Informationen kodierbar und somit keine implizite Wis-
senrepräsentation oder logische Inferenz gestaltbar [Ke06]. Einige der bekanntesten Microformats
sind:
• hCard für Menschen und Organisationen
• hCalendar für Kalender und Veranstaltungen
• XHTML Friends Network (XFN) für Soziale Netzwerke
• rel-tag für Tags, Schlagwörter und Kategorien
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In der Regel werden die erwähnten Standard-(X)HTML-Attribute class, rel und ref verwendet,
um die Microformats in (X)HTML zu kodieren und von Browser-PlugIns wie Tails für den Firefox-
Browser (vgl. Abschnitt 4.1) ausgewertet zu werden. Beispielsweise wurde im RFC2426 die vCard
MIME Directory Profile [DH98] definiert und bildet die Basis für das hCard-Microformat und kann,
wie in folgendem Listing 2 beispielhaft dargestellt, benutzt werden. In diesem Beispiel werden Infor-
mationen über eine Person mit Elementen diesen Vokabulars als CSS-Klasse annotiert.
Listing 2: Microformat vCard zur Personenbeschreibung innerhalb eines (X)HTML-Dokumentes
< div c l a s s = ’ vcard ’ >
< div c l a s s = ’ fn ’ > Michae l Ma r t i n < / div >
< div c l a s s = ’ org ’ > U n i v e r s i t ä t L e i p z i g < / div >
< div c l a s s = ’ t e l ’ >0341/9732273 < / div >
<a c l a s s = ’ url ’ hre f = ’ h t t p : / / aksw . org / Michae lMar t in ’ >Workpage< / a>
< / div >
embedded Ressource Description Framework (eRDF) Das eRDF ist ein frei erweiterbares und
RDF-fokusiertes Format (unterstützt eine Teilmenge von RDF) zur semantischen Annotation von
Informationen, die in (X)HTML eingebettet sind. Dabei folgt es den Prinzipien53 der Microformats:
• Lösen eines spezifischen Problems
• So einfach wie möglich anfangen
• Erst für Menschen und dann für Maschinen konzipieren
• Wiederverwenden von Standards
• Modularität und Integrationsfähigkeit
• Ermöglichung dezentraler Entwicklung
Um eRDF in (X)HTML zu benutzen, müssen im header des HTML-Dokumentes Angaben zum ver-
wendeten Profil54 und den benutzen Schemata wie beispielsweise FOAF oder Dublin Core (vgl. Ab-
schnitt 4.2) getroffen werden. Durch diese Angaben können Elemente der definierten Vokabulare
ähnlich wie bei Microformats benutzt werden. Allerdings ist eRDF nur ein Ansatz, der Teile von
RDF in (X)HTML-Dokumenten integrierbar macht. Um alle verschiedenen RDF-Konzepte in HTML
abzubilden, wird eine andere Syntax benötigt [eRD06].
53http://microformats.org/about/ Mai 2008
54http://research.talis.com/2005/erdf/profile Mai 2008
5 CHARAKTERISIERUNG SEMANTISCHER WEB-APPLIKATION 43
Ressource Description Framework attributes (RDF/a) RDFa basiert im Gegensatz zu Microfor-
mats nicht nur auf den HTML4- und (X)HTML1-Standards, sondern benutzt zudem auch Elemente
von XHTML2 [ABD+06] wie beispielsweise property und about. Die Entwicklung von RDF/a
wird vom W3C unterstützt und ermöglicht eine redundanzfreie Einbettung von RDF in (X)HTML.
Die Informationen des in Listing 2 gezeigten Beispiels lassen sich mittels RDF/a wie in Listing 3
kodieren [AB08].
Listing 3: RDF/a Kodierung einer vCard zur Personenbeschreibung innerhalb eines (X)HTML-
Dokumentes
< div c l a s s = ’ vcard ’ xmlns : vCard= ’ h t t p : / / www. w3 . org / 2 0 0 1 / vcard−r d f / 3 . 0 # ’
about = ’ h t t p : / / b i s . i n f o r m a t i k . uni− l e i p z i g . de / Michae lMar t in ’ >
< div c l a s s = ’vCard :N’ >
<a r e l = ’vCard :URL’ hre f = ’ h t t p : / / b i s . i n f o r m a t i k . uni−
l e i p z i g . de / Michae lMar t in ’ >
<span property = ’vCard : Given ’ > Michae l < / span>
<span property = ’vCard : Family ’ > Mar t i n < / span>
< / div >
< div c l a s s = ’vCard :ORG’ >
<span property = ’vCard : Orgname ’ > U n i v e r s i t ä t L e i p z i g < / span>
<span property = ’vCard : Orgun i t ’ > B e t r i e b l i c h e I n f o r m a t i o n s s y s t e m e < / span>
< / div >
< div c l a s s = ’vCard : TEL’ >
<span property = ’vCard : Type ’ >Voice < / span>
<span property = ’vCard : Value ’ >0341/9732273 < / span>
< / div >
An diesem Beispiel ist wieder zu sehen, wie Informationen über eine Person mittels definierter
Elemente des vCard Namensraumes in XHTML (allerdings unter Nutzung von RDF/a) eingebet-
tet repräsentiert werden. Auffallend ist dabei die Ähnlichkeit zu einer adäquaten XML- oder RDF-
Repräsentation, wie diese in [Ian01] aufgeführt sind.
Gleaning Ressource Descriptions from Dialects of Languages (GRDDL) GRDDL [Con07] ist
ein Mechanismus zur Extraktion von Information als RDF aus (X)HTML und XML-Dokumenten.
Um eine eindeutige und automatische Erkennung von RDF-Extraktions-Mechanismen zu ermögli-
chen, können mit dem GRDDL-Vokabular Verlinkungen von Dokumenten in diesen Formaten zu
Transformatoren (zumeist in XSL) definiert werden [HD07]. Anhand des Beispiels in Listing 4 ist
zu sehen, wie zwei Transformatoren in dem header eines HTML-Dokumentes mit GRDDL verlinkt
werden, um einerseits den Titel und andererseits den Autor aus dem HTML-Dokument zu extrahieren.
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Listing 4: GRDDL zur Extraktion in RDF aus einem (X)HTML-Dokument
<html xmlns = ’ h t t p : / / www. w3 . org / 1 9 9 9 / xhtml ’
xmlns : grddl = ’ h t t p : / / www. w3 . org / 2 0 0 3 / g / data−view # ’
grddl : t r a n s f o r m a t i o n = ’ g l e a n _ t i t l e . x s l
h t t p : / / www. w3 . org / 2 0 0 1 / sw / grddl−wg / td / g e t A u t h o r . x s l ’ >
<head> . . .
Auf diese Weise können die als RDF kodierten Informationen automatisch aus dem HTML-
Dokument extrahiert werden ohne dabei nennenswerte Mehrarbeit bei der Implementierung zu leis-
ten. Das heißt, dass diese Daten zusätzlich zur HTML-Ausgabe nicht zusätzlich in RDF gehalten oder
als RDF serverseitig aus dem Datenbestand extrahiert werden müssen.
5.3.2 Widgets und asynchrone Datenübertragung
Mit dem Begriff Web 2.0 [O’R05] geht eine Sammlung von Technologien und Innovationen einher,
die sich zwar auflisten lassen, aber eine Ableitung zur Definition diesen Begriffes nicht ermöglicht.
Tim Berners-Lee äußerte sich hierzu in einem Interview55 wie folgt:
[...]I think Web 2.0 is of course a piece of jargon, nobody even knows what it means.
[...] Web 1.0 was all about connecting people[...]
Hervorzuheben sind hierbei allerdings Entwicklungen, welche die Kollaborativität bei der Erstel-
lung von Inhalten unterstützen, und Web-Applikationen Desktopanwendungen ähnlicher werden
lassen. Zu ersterem zählen beispielsweise Widget-Konzepte, die zur Eingabe und Anzeige von
Nutzer-generiertem Inhalt in Foren, Weblogs oder Wikis zum Einsatz kommen. Widgets sind „klei-
ne Programme“, die allerdings nicht eigenständig ausgeführt werden, sondern innerhalb von (Web-
)Anwendungen beziehungsweise deren Oberflächen zum Einsatz kommen. Die Wiederverwendbar-
keit auf Entwicklerseite ist dabei ebenfalls wie der Wiedererkennungswert auf Anwenderseite sehr
hoch. Der Einsatz von Widgets wird durch Bibliotheken, die diese bündeln, wie beispielsweise die
Yahoo-Widget-Bibliothek56, erleichtert.
In Abbildung 14, ist der Ablauf des Datentransfers mit asynchroner Datenübertragung zwischen Ser-
ver und Client unter Verwendung von Ajax zu sehen. Wird eine asynchrone Datenübertragung zum
Senden von Anfragen an den Web-Server und Empfangen von Results benutzt, muss serverseitig kei-
ne komplette Ausgabe erzeugt werden, sondern nur der angeforderte Teil davon. Dies können auch
55http://www-128.ibm.com/developerworks/podcast/dwi/cm-int082206.txt aufgenommen Ju-
li 2006, abgerufen Mai 2008
56http://widgets.yahoo.com/
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Quelle:
http://www.w3.org/2005/Talks/200506-Toulouse/ajax-fig1_small.png
Abbildung 14: Asynchrone Datenübertragung mit Ajax
reine Daten oder Datenfragmente in einem benötigten Format sein. Bei Ajax wird dazu XML zur
Kodierung von Informationen verwendet. Möglich sind allerdings auch die Formate JSON, welches
einen geringen Overhead an schematischen Konstrukten enthält, oder auch RDF(S) und OWL (vgl.
Abschnitt 2.4). Empfangene Daten müssen im nachfolgenden Schritt clientseitig mit entsprechenden
Scriptsprachen wie beispielsweise JavaScript (vorteilhaft auch mit einer geeigneten JavaScript-API,
die für das empfangene Format spezielle Funktionen und Methoden bereit stellt) ausgewertet und
zur Darstellung vorbereitet werden. Widgets, die beispielsweise zur Darstellung von Tabellen oder
einem WYSIWYG-Editor (What You See Is What You Get) benutzt werden, können ebenfalls mit
asynchroner Datenübertragung zum Senden und Empfangen der Daten gekoppelt werden, was zur
Modularisierung von Web-Applikationen beiträgt.
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5.4 Semantic Web Services
Sollen an Web-Applikationen mehr als nur triviale Daten übermittelt oder mehr als nur reine Informa-
tionen von dort empfangen werden, sind je nach Anwendungsfall Web Services zusätzliche Schnitt-
stellen um spezielle Funktionalitäten nach außen zu repräsentieren. Sie dienen zumeist dem Daten-
austausch zwischen verschiedenen Web-Applikationen und lassen sich auf verschiedene Weise mit
verschiedenen Sprachen beschreiben. Die Web Service Description Language (WSDL) [CMRW07]
ist eine weit verbreitete Technologie zur protokoll- und programmiersprachen-unabhängigen Defini-
tion von über Web Services zur Verfügung stehen Funktionen der entsprechenden Web-Applikation.
Um allerdings Web Services über die rein syntaktische Schnittstellenbeschreibung hinaus mit Se-
mantik anzureichern, werden eigens für diesen Zweck Sprachen wie OWL-S [MBH+04] und die
Web Service Modelling Language (WSML) [dBLP+05] entwickelt. Diese dienen der Erleichterung
des Auffindens, Auswählens und Ausführens der jeweiligen Web Services. Somit sind beispielsweise
auch Selbstauskünfte über den angebotenen Service auf semantische Weise möglich und ermögli-
chen auch eine gewisse automatische Bedienung dieser sowie eine Benutzung durch Reasoner (vgl.
Abschnitt 4.1).
5.5 Vorstellung existierender semantischer Web-Applikationen
Auf der Semantic Web Challenge57 der ISWC im Jahr 2007 wurden diverse Web-Applikationen prä-
sentiert, die sich die Nutzung semantischer Technologien zum Vorteil machen. Die drei Gewinner
werden in diesem Abschnitt kurz vorgestellt und die von denen genutzten semantischen Technologi-
en in Tabelle 7 gelistet.
Revyu.com Diese Web-Anwendung, der Gewinner der genannten Semantic Web Challenge, er-
möglicht eine zentrale, vereinheitlichte Serialisierung und Publikation von Reviews und Ratings. Die-
se Idee entstand mit dem Hintergedanken, dass die bisherigen Möglichkeiten einen solchen benut-
zergenerierten Inhalt (Content) zu erzeugen, auf sehr isolierten Anwendungen und Formaten basiert,
und eine einfache Integration und Verlinkung mit anderen Quellen verhindert oder erschwert [HM07].
Mit Revyu wurde der Versuch unternommen, dieses Problem mit semantischer Technologien zu lösen.
Nutzern wird hiermit die Möglichkeit gegeben, Reviews für alle möglichen Web-Ressourcen einzu-
geben und nicht auf eine spezielle Domäne beschränkt zu sein. Diese Review-Ressourcen können
nach Erstellung von anderen Web-Anwendungen dereferenziert werden.
57http://challenge.semanticweb.org/
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Potluck Die Web-Applikation Potluck ermöglicht es gelegentlichen Benutzern, die keine Program-
mierkenntnisse und wenig Erfahrung mit der Modellierung von Daten besitzen, heterogene Daten des
Semantic Web zu sammeln, miteinander zu verbinden und wiederzuverwenden. Zudem wird eine Be-
nutzeroberfläche zur Verfügung gestellt, die eine effektive Navigation und Visualisierung ermöglicht
[HMK07].
CHIP Demonstrator Der CHIP Demonstrator wurde erstellt um zu zeigen, wie Technologien des
Semantic Web die Bereitstellung von personaliserten Zugängen zu Museums-Informationen unter-
stützen können. Dabei werden einerseits Ratings und Profildaten mit Interessen und Vorlieben von
Nutzern entgegengenommen und im Gegenzug Empfehlungen für bestimmte Kunstobjekte von ge-
wählten Museen ausgegeben. Aufgrund dieser Daten ist es möglich, eine Museums-Tour mittels ei-
nem Assistenten (Tour-Wizard) an die Vorlieben des Nutzers anzupassen um somit personalisierte
Museums-Touren zu ermöglichen. Zudem existiert eine Komponente, welches die Ergebnisse des
Tour-Wizards auf einem PDA anzeigt, um diese somit auf digitale Weise bei der Tour mit sich zu
führen. Zur Demonstration wurde ein Auszug aus dem Informationsbestand des Rijksmuseum Ams-
terdam benutzt [ASW+07].
Platz Web-Applikation Nutzung von Angebot von
1. Revyu.com RDF, SPARQL, FOAF
und Tag Ontologie, RDF-




2. Potluck raw RDF, externe Ontolo-
gien
HTML, RDF, Karten und
Tabellen Ansicht, Faceted
Browsing
3. CHIP Demonstrator RDF/OWL, Thesauri-
Vokabulare: TGN und
ULAN und AAT, Sesame,
SeRQL, Oracle
HTML (AJAX,CSS),
Tabelle 7: Gewinner der Semantic Web Challenge der ISWC 2007
5.6 Linked Data - eine Semantic Web Architektur
Das Ziel des Projektes W3C SWEO Linking Open Data Community ist die Erweiterung des WWW
mit verschiedenen Datasets und einer damit verbundenen Vernetzung mit RDF-Referenzen zwischen
diesen. Hierzu werden von dieser Community Datasets ausfindig gemacht, die unter einer freien Li-
zenz publiziert werden, um diese wiederum in RDF zu republizieren und untereinander zu verlinken
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Quelle: http://richard.cyganiak.de/2007/10/lod/
Abbildung 15: Linking Open Data dataset cloud
[BHIBL08]. Somit wird eine Navigation zwischen Ressourcen der verschiedenen Datasets in RDF-
Browsern (z.B. Tabulator58, OpenLink RDF-Browser59 oder Zitgist RDF-Browser60) und Crawling
durch semantische Suchmaschinen (z.B. Swoogle61, Sindice62 und Falcons63) ermöglicht beziehungs-
weise vereinfacht [Lin08]. In Abbildung 15 sind derzeit vernetzte Datasets und Web-Applikationen
skizziert (Die Größe der Bubbles ist repräsentativ für die enthaltene Datenmenge), was durch folgende
Linked Data Prinzipien [Lin07] ermöglicht wurde:
1. Use URIs as names of things.
2. Use HTTP URIs so that people can look up those names.
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4. Include RDF statements that link to other URIs so that they can discover related things.
Grundlage für diese Prinzipien sind die in [SCV07] vorgestellten Empfehlungen zum Aufbau von
URIs (vgl. Abschnitt 5.2.4). Ebenfalls wird in der Linked Data Architektur grundsätzlich zwischen
den zwei Ressourcen-Arten information ressource und non-information ressource unterschieden und
zumeist 303-URIs zur Dereferenzierung genutzt [BCH07].
Zur einfachen Verarbeitung der publizierten Linked-Data-Daten sollen, soweit es geht, bekannte
Vokabulare (vgl. Abschnitt 4.2) wieder benutzt und nur eigene Terminologien eingeführt werden,
falls für die zu beschreibende Ressource kein Schema-Konstrukt in diesen Vokabularen zur Ver-
fügung steht. Weiterhin wird als Praxis zur Verlinkung zwischen den zu vernetzenden Datasets
die owl:sameAs-Property empfohlen, um auszudrücken, dass die entsprechende Informations-
Ressource das gleiche Objekt beschreibt, wie die damit vernetzte andere Informations-Ressource.
Derzeitig sind einige der in Abschnitt 4.3 und 5.5 vorgestellten Datasets und Web-Applikationen
mittels Linked Data (siehe Abbildung 15) untereinander referenziert. Um bestehenden Web-
Applikationen, die relationale Datenbanken zur Speicherung der Datenbestände nutzen, mit der Mög-
lichkeit auszustatten ihre Daten als Linked Data zu publizieren , kann der D2R Server zum Mapping
oder Triplify zur RDF-Extraktion benutzt werden (vgl. Abschnitt 4.1).
5.7 Definition des Begriffes der semantischen Web-Applikation
In diesem Kapitel wurde ein Auszug an vorhandenen Technologien vorgestellt, die bei der Entwick-
lung von Web-Applikationen im Semantic Web zum Einsatz kommen. Weiterhin wurde eine erste
Klassifikation und einige bestehende semantische Web-Applikationen benannt. Auf dieser Basis und
der in Abschnitt 2.3 formulierten Definition des Begriffes Web-Applikation lässt sich folgender intui-
tiver Ansatz zum Begriff der semantischen Web-Applikation definieren:
Definition 3 (Semantische Web-Applikation (intuitiver Ansatz)) Als Semantische Web-
Applikation können alle diejenigen Web-Applikationen benannt werden, die einerseits den
Grundsätzen einer Web-Applikation folgen und zur Realisierung semantische Technologien wie die
folgenden benutzen:
1. Formale Wissensrepräsentation Die Sprachen RDF(S) und OWL dienen als Grundlage zur
Modellierung, Datenspeicherung und Publikation von Informationen.
2. Einsatz von Vokabularen Definition und Wiederverwendung geeigneter Vokabulare zur Abbil-
dung von Domänenspezifika.
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3. Speicherung der Daten Anwendungsfallorientierte RDF-Triple-Stores zum Speichern seman-
tisch annotierter Daten und Verwendung geeigneter Bibliotheken zum Umgang mit diesen.
4. Publikation der Daten Angebot geeigneter Verfahrensweisen zur Publikation von Informatio-
nen, wie Linked Data, Integration von RDF in HTML oder Web Services.
Werden allerdings die Visionen und Ziele des Semantic Web näher begutachtet, lässt sich diese Defi-
nition weiter präzisieren. Derzeit kranken die Visionen des Semantic Web zwar noch an einer Henne-
Ei-Problematik, die sich auf die noch zu geringen Wiederverwendungsmöglichkeiten bestehender
Wissensbasen aufgrund zu geringer Existenz und Verbreitung bezieht, aber in [SBLH06] wird diese
Vision weiterhin proklamiert.
[...] The Semantic Web we aspire to makes substantial reuse of existing ontologies
and data. It’s a linked information space in which data is being enriched and added. It
lets users engage in the sort of serendipitous reuse and discovery of related information
that’s been hallmark of viral Web uptake.[...]
Mittels dieser Aussage wird der Fokus nicht nur auf die Wiederverwendung von Sprachen und Vo-
kabularen gelegt, sondern auch von kompletten Wissensbasen, was den Einsatz von Reasonern über
Applikationsgrenzen hinweg ermöglicht. Auf Basis dieser Aussage und der Definition 3 lässt sich
folgende Definition zur semantischen Web-Applikation formulieren:
Definition 4 (Semantische Web-Applikation) Eine semantische Web-Applikation ( Wsemantisch )
ist eine Web-Applikation (siehe Def.1) und ist durch R ∪ S ∪ P ∪ I 6= ∅ charakterisiert, wobei
• R, S, P und I endliche Mengen sind,
• R die Menge an Technologien zur formalen Wissensrepräsentation ist (wie Sprachen und Voka-
bulare),
• S die Menge an Technologien zur Datenspeicherung ist (wie beispielsweise RDF-Triple-Store),
• P die Menge an Technologien zur Veröffentlichung von semantisch annotierten Daten ist,
• I die Menge an Techniken und Technologien zur Vernetzung/Verlinkung und Wiederverwendung
von Informationsquellen ist und
Nicht alle semantischen Web-Applikationen nutzen das komplette Spektrum an zur Verfügung ste-
henden semantischen Technologien. Auf Basis der Definition 4 lassen sich verschiedene Klassen an
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semantischen Web-Applikationen schaffen. Einerseits sind semantische Web-Applikationen vorstell-
bar, die nur intern semantische Technologien zur Verarbeitung und Speicherung von Informationen
verwenden und andererseits können semantische Web-Applikationen entwickelt werden, die seman-
tische Technologien zur Publikation von Informationen benutzen. Eine Kombination aus beidem ist
logischerweise auch möglich. Auf Basis dieser Unterscheidung und der in 5.5 getroffenen ersten
Klassifizierung ergeben sich folgende Klassen semantischer Web-Applikationen:
• extrinsisch semantische Web-Applikationen sind all diejenigen, welche semantisch anno-
tierte Daten generieren, publizieren und von anderen Datasets beziehen. Das bedeutet, dass
im Bezug auf Definition 4 R 6= ∅ und P 6= ∅ gilt. Werden Daten nur konsumiert oder nur
produziert, lässt sich folgende Subklassifizierung benennen:
– produzierende extrinsisch semantische Web-Applikationen sind alle diejenigen, wel-
che semantisch annotierte Daten erzeugen und publizieren. Dabei können bestehende Vo-
kabulare auch wiederverwendet werden.
– konsumierende extrinsisch semantische Web-Applikationen sind alle diejenigen, wel-
che semantisch annotierte Daten von anderen Datasets beziehen (d.h. I 6= ∅ ).
• intrinsisch semantische Web-Applikationen verwenden semantische Technologien zur Ver-
arbeitung von Informationen innerhalb der Applikation oder auch zur Steuerung dieser, was
bedeutet, dass in Bezug auf Definition 4 die Einschränkungen R 6= ∅ und S 6= ∅ gelten. Bei
dieser Klasse kann P, I = ∅ sein.
• Kombination aus beiden Klassen Web-Applikationen, die semantische Technologien verwen-
den, um semantisch annotierte Daten zu generieren, zu konsumieren und zu publizieren folgen
dem Grundgedanken des Semantic Web zur Wiederverwendung von Vokabularen und Ontolo-
gien und ermöglichen eine stärkere Vernetzung zwischen bestehenden Wissensbasen, wie dies
auch bei Linking Open Data (vgl. Abschnitt 5.6 der Fall ist. Hierbei gelten R,S, P 6= ∅ und
optimalerweise auch I 6= ∅.
Anhand der Definition 4 lassen sich semantische Web-Applikation von herkömmlichen Web-
Applikationen aufgrund eingesetzter Technologien verschiedener Bereiche abgrenzen. Mittels der
genannten Klassifizierungen können semantische Web-Applikationen untereinander verglichen und
der Wert den diese zum Semantic Web beitragen grob ermittelt werden.
Weiterhin lässt sich auch der vorgestellte Anwendungsfall vakantieland.nl mittels dieser Definition
charakterisieren. Anhand der Abbildung 7 sind die verwendeten Technologien skizziert und können
wie folgt zugeordnet werden.
5 CHARAKTERISIERUNG SEMANTISCHER WEB-APPLIKATION 52
• Menge R: Einsatz der Sprachen RDF(S) und OWL sowie den Vokabularen ns.vakantieland,
WGS84 und Dublin Core.
• Menge S: Einsatz eines datenbankgestützten RDF-Triple-Stores unter Verwendung der Erfurt-
API.
• Menge P: Die Verwendung von hierzu gehörigen Technologien ist derzeit noch in Entwick-
lung, allerdings werden in der aktuellen Version Microformats (vCard und geo) zur semanti-
schen Annotation von Informationen verwendet.
• Menge I: Die Verwendung von hierzu gehörigen Technologien ist derzeit noch in Entwicklung.
Somit ist das Kriterium R∪S∪P∪I 6= ∅ nicht verletzt und die Web-Applikation vakantieland.nl kann
als semantische Web-Applikation bezeichnet werden. Eine Klassifizierung als intrinsische semanti-
sche Web-Applikation ist auf Basis der Verwendung semantischer Technologien, die den Mengen R
und S zuzuordnen sind, ebenfalls möglich. Microformats sind eine, wenn auch nicht besonders aus-
drucksstarke, Möglichkeit Informationen eine maschinell auswertbare Interpretationsvorschrift mit-
zuliefern. Der Einsatz von RDF/a zur Annotation innerhalb der HTML-Ausgabe und der Export von
Informationen als RDF wird derzeit entwickelt, wie im nächsten Kapitel (Abschnitt 6.4) beschrieben
wird. Somit gibt es auch eine Zuordnung von verwendeter Technologien zur Menge P , was eine Klas-
sifizierung als (produzierende) extrinsische Web-Applikation ermöglicht. Weiterhin wird im nächsten
Kapitel die Verwendung des Datasets DBpedia durch diesen Anwendungsfall angeschnitten. Nach
Fertigstellung dieser Funktionalität, lässt sich dies der Menge I zuordnen, was die Klassifizierung
als konsumierend extrinsische Web-Applikation zulässt. Weiterführende Erklärungen zum Einsatz
semantischer Technologien im Anwendungsfall vakantieland.nl sind im nächsten Kapitel enthalten.
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6 Semantische Technologien im vorgestellten Anwendungsfall
Im vorgestellten Projekt vakantieland.nl kommen einige schon erwähnte semantische Technologien
zum Einsatz. In diesem Kapitel wird die erstellte Ontologie beschrieben und getroffen Designent-
scheidungen präzisiert. Dazu gehört der Aufbau der Modellkomponente und die damit verbundene
Benutzung von verwendeten APIs sowie der Einsatz von Abfragemöglichkeiten der Daten. Weiter-
hin wird die Ausgabe von Informationen erklärt und dabei aufgetretene Performanzschwierigkeiten
sowie deren Lösungsansätze vorgestellt.
6.1 Modellierung der Ontologie
Die Erzeugung der Ontologie im Projekt vakantieland.nl war aufgrund der Wissensdomäne Touris-
mus schwierig. Einerseits gibt es eine Vielzahl von modellierbaren Klassen und einer damit verbun-
denen Klassenhierarchie und andererseits können mögliche Eigenschaften auf verschiedene Weise
modelliert werden. Folgend wird ein Auszug von identifizierten Klassen und Eigenschaften präsen-
tiert. Existierende Datenbestände aus der vorgestellten Vorgängerversion von vakantieland.nl wurden
danach importiert. Aufgrund dessen, dass während des Redesign zur neuen Version von vakantie-
land.nl eine neue Klassenhierarchie erzeugt wurde, mussten Behelfskonstrukte zur Zuordnung von
neuen Klassen zu existierenden POIs eingeführt werden.
6.1.1 Identifikation von Klassen und Eigenschaften
Jeder POI lässt sich mindestens durch einen Titel, einer physikalischen Adresse und wenigstens einer
Assoziation zu einer touristischen Kategorie beschreiben. Wie in Abbildung 16 zu sehen ist, können
zudem noch Kontaktdaten, postalische Adressen und weitere beschreibende Eigenschaften definiert
werden. Physikalische Adressen werden durch Geo-Koordinaten (Properties lat für latitude und long
für longitude der Klasse Point aus dem Namensraum WGS84 (vgl. 4.2)) weiter spezifiziert, was bei
der Darstellung der POIs auf einer Karte von Bedeutung ist. Zudem können diese Geo-Koordinaten
auch einen PostalCode näher spezifizieren, was als Fallback-Möglichkeit genutzt wird, falls der gege-
benen Adresse eines POIs keine exakten Geo-Koordinaten zugeordnet werden können. Physikalische
Adressen werden weiterhin mit einer Instanz der Klasse Province assoziiert, um diese bei der Aus-
wahl einer konkreten Provinz bei der Suche in die resultierende Ergebnismenge aufzunehmen. In
Abbildung 16 ist weiterhin die Klasse POI enthalten. Diese dient als Super-Klasse für all diejenigen
definierten Klassen, die zur Abbildung touristischer Kategorien eingeführt wurden. Jeder POI wird
somit durch mindestens eine Assoziation zu einer Subklasse der Klasse POI kategorisierbar. Auf-
grund der Eigenart touristischer Ziele einerseits genau einer touristischen Kategorien zu entsprechen
oder andererseits mehreren Kategorien oder gar einen ganzen Tourismusbereich abzudecken, ist es
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Abbildung 16: Auszug aus der vakantieland.nl Ontologie zur Beschreibung eines POI
unter Umständen erforderlich einem POI mehrere Klassen zuzuordnen. Ein Beispiel für POIs, die
mehrere Klassen zur Spezifikation benötigen sind Hotels oder Kaffees mit integriertem Restaurant.
Die Subklassen der Klasse POI sind aufgrund ihrer großen Anzahl nicht in der Abbildung 16 ent-
halten. Ein Auszug der Klassenhierarchie zur Spezifizierung eines POI ist in Abbildung 17 zu sehen.
In diesem Auszug wird die Klassenhierarchie der beiden direkten Subklassen TourismHeritage und
TourismSector der Klasse POI gezeigt. Die drei anderen großen Bereiche touristischer Klassifizierun-
gen, die in dieser Grafik allerdings nicht zu sehen sind, heißen TourismFacility, TourismService und
Accomodation.
Eine Schwierigkeit bei der Erzeugung von Ontologien lässt sich anhand der Klassen Contact und
CantactType sowie Service und ServiceType skizzieren. Dieses Design erinnert stark an die Modellie-
rungsart, wie diese zur Erstellung von normalisierten Datenbanken gebräuchlich ist. In der Ontologie
wird jeder Kontakt als Objekt der Klasse Contact angelegt, welches wiederum eine Instanz der Klas-
se ContactType assoziiert. Dies ermöglicht es, Anfragen auf einfachem Weg so zu gestalten, dass
alle Kontakte des POIs ohne spezielles Hintergrundwissen abgefragt werden können. Der assoziierte
Kontakttyp ermöglicht eine Gruppierung der Kontakte, was zur Darstellung in der Benutzeroberfläche
notwendig ist. Würde man beispielsweise jede Kontaktmöglichkeit durch einfache Literale modellie-
ren (Beispiel phoneNumber als DataTypeProperty), müssten diese entweder mit speziellen Abfragen
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abgerufen oder innerhalb der Applikation nach der Abfrage aller Eigenschaften eines POIs ausgewer-
tet werden. Zudem könnten weitere Eigenschaften von POIs nur über Reifikation weiter spezifiziert
werden. Die Eigenschaft isPublic wird verwendet, um zu definieren ob eine konkrete Kontaktmög-
lichkeit eines POIs veröffentlicht werden soll oder nicht, und ist ein Beispiel dafür. Bei Objekten der
Klasse Service und ServiceGroup ist dies derzeit analog modelliert, was allerdings nicht besonders
zufriedenstellend ist. Diese beiden Klassen sind zudem sehr allgemein gehalten und abstrahieren alle
Objekte, die von touristischen Zielen zur nähren Beschreibung von Angeboten, Erweiterungen, Be-
zahlmöglichkeiten und so weiter assoziiert werden können. Konkrete Merkmalsbeschreibungen wer-
den derzeit zwar alle in einer Liste auf der Oberfläche dargestellt, was diese Modellierung hinsichtlich
der performanten Abfragemöglichkeit rechtfertigt, dafür allerdings auch fehlerhafte Beschreibungen
zulässt. So wären beispielsweise Objekte der Klasse Service, die mit der Instanz Bezahlmöglich-
keiten der Klasse ServiceGroup assoziiert sind, nur bei den POIs von Interesse, bei denen es auch
etwas zu kaufen gibt. Dieser Modellierungsschritt ist derzeit noch in der Entwicklungsphase, da in
der Datenbank der Vorgängerversion von vakantieland.nl derzeit über 2000 Services und ungefähr 80
ServiceGroups existieren, die an mehrere hundert direkten und indirekten Subklassen der Klasse POI
assoziiert werden können.
Abbildung 17: Auszug aus der vakantieland.nl Ontologie zur Darstellung der Klassenhierarchie
6.1.2 Granularität der modellierten Zusammenhänge
Während der Entwicklungszeit der Web-Applikation hat sich das Schema in der Ontologie einige Ma-
le geändert. Zu Beginn existierten nur Subklassen der Klasse POI und fast alle Eigenschaften touristi-
scher Ziele wurden als DatatypeProperties in der Domäne der Klasse POI modelliert. Dies war zwar
eine flache Struktur und ermöglichte nicht die geordnete mehrmalige Belegung mit verschiedenen
Werten, hatte allerdings den Vorteil, dass Abfragen relativ einfach und performant gestaltet werden
6 SEMANTISCHE TECHNOLOGIEN IM VORGESTELLTEN ANWENDUNGSFALL 56
konnten. Bei nachfolgenden Entwicklungsphasen wurde der Aufbau der einzelnen Entitäten immer
feingranularer, was den Effekt erzeugte, dass Anfragen komplizierter und unperformanter wurden.
Um derzeit alle Informationen eines POIs zu ermitteln, müssen je nach existierenden Assoziationen
bis zu 11 Anfragen gestellt werden. Dies lässt sich auch innerhalb einer einzigen SPARQL-Anfrage
gestalten, die allerdings sehr komplex wäre und auch nicht wesentlich performantere Abarbeitung
der Anfragen ermöglicht. Bei der zukünftigen Integration weiterer Informationen wird die sinkende
Performanz bei zu feingranularer Modellierung der Informationsstruktur immer ein zu beachtender
Fakt sein, der derzeit nur mit noch folgend beschriebenen Implementierungen wie dem Caching von
Objekten zu umgehen ist.
6.1.3 Importieren bestehender Datenbestände
Bei dem Import bestehender Daten aus der relationalen Datenbank der Vorgängerversion (vgl. Anfor-
derung 3 zum Datenimport) mussten viele Tabellen und Attribute mittels bestimmter Regeln abgefragt
werden, um die Daten korrekt zu extrahieren. Diese wurden dann mittels entsprechender Funktionen
direkt in den RDF-Triple-Store serialisiert. Bei diesem Vorgang waren einige Kleinigkeiten zu beach-
ten, die bei später zu implementierenden Funktionen zur Abfrage der Daten von Interesse waren.
Eine der spezielleren Regeln, die beim Importieren benutzt wurden, war zur Zuordnung der alten
Kategorien zu den neuen Klassen. Hierzu wurde in der Ontologie die Eigenschaft oldCategoryID
eingeführt und konnte mit dem jeweiligen Identifikator der (alten) Kategorie an der (neuen) Klasse
belegt werden. Beim Import der POIs wurden somit die Kategorien der jeweiligen POIs aus der
alten Datenbank ausgelesen und benutzt, um die entsprechenden Klassen zu selektieren, die benötigt
wurden, um den POI in der neuen Wissensbasis anzulegen.
Zusätzlich zu den beschriebenen Eigenschaften touristischer Ziele, existieren in der relationalen Da-
tenbank der Vorgängerversion weitere Eigenschaften, die nicht mit ins Schema aufgenommen wur-
den. Diese sind zumeist nur selten mit Werten belegt und können je nach Bedarf zu einem späteren
Zeitpunkt in das Schema der Ontologie aufgenommen werden um diese dann durch beispielsweise
sprachabhängige Labels näher zu spezifizieren. RDF(S) und OWL bieten die Möglichkeit, Eigen-
schaften direkt in der Domäne einer Instanz zu beschreiben, ohne diese vorher im Schema expli-
zit aufzunehmen. Ein Beispiel hierfür ist die Eigenschaft standardContactPerson, welche nur bei
wenigen POIs Verwendung findet, und bei der Modellierung des Schemas der Ontologie nicht be-
achtet wurde. Während des Imports wurden allerdings Statements mit dieser durch Werte belegten
Eigenschaft erzeugt. Zu beachten war hierbei nur das bei der späteren Extraktion durch die Web-
Applikation vakantieland.nl keine Labels für derartige Eigenschaften existierten und diese bei der
Darstellung in der Oberfläche zu Fehlern führen konnten.
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6.2 Beschreibung der Modelkomponente
Wie schon im Abschnitt 3.3.3 erwähnt, wurde aufgrund sich ändernder Anforderungen, dem Einsatz
anderer APIs sowie der Erweiterung des Funktionsumfanges der verwendeten APIs die Modelkompo-
nente während der Entwicklung von vakantieland.nl mehrmals umgestaltet. In diesem Kapitel werden
der Einsatz der verwendeten APIs, der Aufbau der derzeitigen Modelkomponente sowie die gestalte-
ten Abfragen skizziert, was zur Beschreibung der Anforderung 2 zur Datenhaltung dient.
6.2.1 Aufbau der Modelkomponente
In Web-Applikationen wird der Zugriff auf die Daten zumeist mittels einer Modelkomponente gekap-
selt. Dies ermöglicht es auf Änderungen im Model zentral einzuwirken und verhindert komplizierte
und aufwendige Refakturierungarbeiten. Dieser Fakt wurde auch zu Beginn der Implementierungsar-
beiten am vakantieland.nl-Projekt bedacht. Es wurde die Klasse PowlAdapter implementiert, die
alle Zugriffe mittels der pOWL-API innerhalb von Funktionen enthielt. Weitere Klassen zum appli-
kationsseitigen Vorhalten der Daten wurden zu diesem Zeitpunkt nicht entwickelt. Die pOWL-API
liefert bei Anfragen selbst komplexe Objekte zurück, die in der anfragenden Web-Applikation direkt
benutzt werden können. Als die pOWL-API zu einem späteren Zeitpunkt durch die Erfurt-API ausge-
tauscht wurde und die zugrunde liegende RAP-API SPARQL-Anfragen ermöglichte, wurde die neue
Klasse ModelAdapter zur Adaption der Web-Applikation an die veränderte API implementiert,
um auf funktionale Änderungen zu reagieren. Ein großes Problem stellte sich aber, als versucht wur-
de auf auftretende Performanzprobleme zu reagieren. Alle mittels der Erfurt-API generierten Objekte
enthielten die erstellte Datenbankverbindung, mittels dieser es den entsprechenden Objekten ermög-
licht wurde, Daten bei Bedarf aus dem RDF-Triple-Store nachzuladen. Eine Möglichkeit auf die ent-
standenen Performanzprobleme zu reagieren, sollte mittels eines applikationsseitigen Caching von
Objekten gelöst werden, um entsprechende Daten nur bei Änderungen im Model neu extrahieren zu
müssen. In neueren Versionen der Scriptsprache PHP ist es möglich, Objekte, die Datenbankverbin-
dungen vorhalten, mittels hinzuzufügender sleep() und wakeUp()Methoden zu serialisieren und
zu deserialisieren. Im Funktionskörper dieser Methoden müssten Konstrukte implementiert werden,
die bei der Deserialisierung die Datenbankverbindung neu anfordern. Die benutzte RAP-API kapselt,
wie in Abbildung 7 gezeigt, den Zugriff auf die Datenbank mittels der AdoDB-API64, um wiederum
unter anderem datenbankunabhängige Implementierungen zu ermöglichen. Dieser Fakt erschwerte
die Implementierung dieser evaluierten Möglichkeit, in der Daten applikationsseitig vorgehalten wer-
den (cachen), weshalb eigene datenbankverbindungslose Klassen zu geschaffen wurden. In Abbil-
dung 18 ist der derzeitige Stand der Modelkomponente als Klassendiagramm dokumentiert und zeigt
die zentrale Klasse ModelAdapter, in welcher alle Methoden zur Anfrage und die zur Verfügung
64http://adodb.sourceforge.net/
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Abbildung 18: Klassendiagramm der Modelkomponente von vakantieland.nl
stehenden APIs verankert sind (vgl. Anforderung 2). Werden bei Suchanfragen Daten ermittelt, die
zur Anzeige gebracht werden können, werden diese in weiteren Klassen der Modelkomponente der
Applikation vorgehalten. Nur die Klasse PostalCodeDBAdapter wird für einen anderen Zweck
benötigt. Wie schon erwähnt, können Geo-Koordinaten an Adressen und Postleitzahlen (PostalCode)
assoziiert werden, um diese auf Karten darstellen zu können. Zuordnungen von Postleitzahlen und
Geo-Koordinaten für die Niederlande sind dabei in einer weiteren Datenbank gespeichert und wer-
den mittels der Klasse PostalCodeDBAdapter extrahiert und an der entsprechenden Stelle in der
Ontologie hinzugefügt (vgl. Anforderung 5).
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6.2.2 Verwendung von Suchkriterien zur Filterung von Point of Interests
Zur Erfüllung der gestellten Anforderungen 1a, 1b, 1c zur Reimplementierung bestehender Funktio-
nalitäten werden in diesem Abschnitt und Abschnitt 6.2.3 ausschnittsweise Algorithmen vorgestellt,
die in der Modelkomponente dafür benötigt wurden. In vakantieland.nl existieren mehrere Möglich-
keiten die anzuzeigende Menge von gespeicherten POIs mittels entsprechender Suchkriterien zu fil-
tern. Einerseits ist eine Kategorie auswählbar, die eine Klasse der Ontologie symbolisiert. Hierzu ste-
hen circa 25 Kategorien direkt zur Auswahl, die am häufigsten als Einschränkungskriterium genutzt
wurden. Es wäre auch möglich die komplette Subklassenhierachie der Klasse POI in der Oberflä-
che zu repräsentieren, was aufgrund der Masse an Klassen (mehrere hundert) allerdings nicht der
Übersichtlichkeit dienlich ist und zudem zu Lasten der Performanz geht. Hierzu wird noch nach ei-
ner guten Lösung gesucht. Weiterhin besteht die Möglichkeit, eine konkrete Provinz auszuwählen,
um nur die POIs zur Anzeige zu bringen, die geographisch in diesem Bereich platziert sind. Da Pro-
vinzen mit Instanzen der Klasse Province in der Ontologie modelliert wurden, unterscheiden sich
die Suchanfragen um ein spezielles Tripel der WHERE-Klausel. In Listing 5 ist der allgemeine Auf-
bau der SPARQL-Anfrage zu sehen, mit der Instanzen der Klasse POI aus der Ontologie extrahiert
werden.
Listing 5: SPARQL-Anfrage zur Selektion von POIs
PREFIX ns1 : < h t t p : / / ns . v a k a n t i e l a n d . n l / 0 . 2 # >
PREFIX r d f s : < h t t p : / / www. w3 . org / 2 0 0 0 / 0 1 / r d f−schema#>
SELECT ? p o i
WHERE {? p o i ns1 : i sPOI ’ t r u e ’ . [ s p e c i f i c W h e r e C l a u s e ] }
LIMIT [ s p e c i f i c L i m i t ]
OFFSET [ s p e c i f i c O f f s e t ]
Der Aufbau einer solchen SPARQL-Anfrage erinnert aufgrund der Schlüsselwörter SELECT, WHE-
RE, LIMIT und OFFSET stark an den Aufbau einer SQL-Anweisung und ist auch ähnlich zu handha-
ben. Aufgrund dessen, dass Ressourcen-URIs den Namensraum enthalten, in dem diese definiert sind
(was zu langen Anfragen führt), gibt es die Möglichkeit mittels des Schlüsselwortes PREFIX Ab-
kürzungen für diese Namensräume zu definieren. Der erste Prefix (ns1) wird für den Namensraum
der vakantieland.nl-Ontologie verwendet und der zweite bezieht sich auf das RDFS-Vokabular. Im
RDF-Triple-Store sind nicht nur Instanzen der Subklassen der Klasse POI gespeichert, sondern auch
Instanzen der Klasse Address und Contact sowie einigen mehr. Um allerdings nur Objekte zu selek-
tieren, die von der Klasse POI über eine entsprechende Subklassenbeziehung erzeugt wurden, müsste
auf einem inferierten Graphen gearbeitet werden, der diese Transitivitäten auflöst. Die Erfurt-API bie-
tet hierfür spezielle Methoden, die aufgrund ihrer rekursiven Implementierungen allerdings zu großen
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Performanzeinbrüchen führen und deswegen nicht verwendet werden können. Der in der RAP-API
implementierte SPARQL-Prozessor unterstützt dies ebenfalls nicht, weswegen eine Behelfsmethode
eingeführt wurde. Hierzu wurde die Eigenschaft isPOI eingeführt, die alle Objekte kennzeichnet, die
mittels einer Subklasse der Klasse POI typisiert wurden. Eine Alternative dazu ist es, die entspre-
chenden POIs zusätzlich mit der Klasse POI zu typisieren (die Inferenz von Hand aufzulösen), was
allerdings in anderen Situationen zu Problemen führt (diese Inferenz müsste extra gekennzeichnet
werden). Bei der Extraktion der Klassen, mit denen die konkreten POIs getypt wurden, müssten so-
mit zwischen speziellen und generalisierten Klassen unterschieden werden (z.B. sollen nur spezielle
Klassen zur Anzeige gebracht werden). Zudem könnten bei der Implementierung weiterer Funktiona-
litäten auch alle Superklassen in der Hierarchie von Interesse werden, was die Funktionalität voraus
setzt, inferierte Graphen als eleganteren Ansatz zu benutzen. Somit ist die Nutzung dieser konkreten
Eigenschaft isPOI eine triviale aber zufriedenstellende Lösung. Weitere Lösungsansätze sind mög-
lich, werden hier aber nicht weiter erörtert.
Ohne ein weiteres Tripel in der WHERE-Klausel und ohne gesetztes LIMIT und OFFSET würden
alle URIs durch die Variablenbindung ?poi als Subjekt des Tripels extrahiert werden. Um nun eine
Einschränkung im Suchraum zu treffen (beispielsweise nach POIs einer speziellen Klasse), wird das
in Listing 6 gezeigte zusätzliche Tripel benutzt.
Listing 6: Tripel zur Einschränkung der Menge von POIs durch Angabe einer Klasse
[ s p e c i f i c W h e r e C l a u s e ] = ? p o i r d f : t y p e [ s p e c i f i c C l a s s U r i ]
Dies bedeutet, dass alle POIs eines speziellen Typs (definiert durch die URI der Klasse) an die Va-
riable ?poi gebunden werden. Diese Subjekt-Variable stimmt mit der Subjekt-Variable des anderen
Tripels überein, wodurch eine Schnittmenge erzeugt wird und somit eine Einschränkung der Ergeb-
nismenge darstellt. Um nun POIs zu selektieren, die innerhalb einer bestimmten Provinz liegen, wird
das Tripel aus Listing 7 der WHERE-Klausel der oben angegebenen SPARQL-Anfrage hinzugefügt.
Listing 7: Tripel zur Einschränkung der Menge von POIs durch Angabe einer Provinz
[ s p e c i f i c W h e r e C l a u s e ] = ? p o i ns1 : h a s A d d r e s s ? a d d r e s s .
? a d d r e s s ns1 : h a s P r o v i n c e [ s p e c i f i c P r o v i n c e U r i ]
Anhand des Punktes („ . “) in Listing 7 ist erkenntlich, dass eine Intersektion verschiedener Men-
gen von Objekten erfolgt. Es werden alle diejenigen POIs selektiert, die in Verbindung mit ei-
nem Adress-Objekt stehen, welches wiederum mit einem konkreten Provinz-Objekt assoziiert ist.
Diese Verbindungen werden mittels der Eigenschaften (ObjectProperties) ns1:hasAddress und
ns1:hasProvince realisiert. Die URI des Adress-Objektes (gebunden an ?address) ist hierbei
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das Verbindungsglied, welches einerseits als Objekt und andererseits als Subjekt verwendet wird.
Stellt man sich nun eine Abbildung dieser Zusammenhänge als Repräsentation in einer relationalen
Datenbank vor, bei der für alle bestehenden Objekttypen eigens dafür vorgesehene Tabellen existie-
ren würden, wird ersichtlich, dass eine Abfrage mittels SQL durch die Verteilung der Entitäten über
mehrere Tabellen komplizierter wäre. Durch den Einsatz eines datenbankbasierten RDF-Triple-Stores
werden die SPARQL-Anfragen durch SPARQL-Prozessoren ebenfalls in SQL transformiert und da-
mit ebenfalls komplexe SQL-Anfragen erzeugt. Die Komplexität dieser Anfragen ist allerdings von
der jeweiligen RDFS-Triple-Store-Implementierung abhängig und muss vom Nutzer maximal unter
dem Performanz-Kriterium berücksichtigt werden.
Freitext-Suche Eine weitere Möglichkeit die Kollektion von POIs einzuschränken, wird dem Nut-
zer über eine Freitext-Eingabe ermöglicht. Hierfür einen zufriedenstellenden performanten Algorith-
mus zu finden hat viel Zeit in Anspruch genommen. Mittels einer derartigen Eingabemöglichkeit, bei
der dem Such-Algorithmus keine Semantik über den oder die zu suchenden Begriffe zur Verfügung
gestellt wird, müsste jedes Tripel im Repository mit dem eingegebenen Begriff verglichen werden.
Zudem könnte jeder eingegebene Begriff als Eigenschaftswert in Form eines Literals an jedem mög-
lichen assoziierten Objekt eines POIs gespeichert sein. Der Begriff „Museum“ beispielsweise könnte
Teil der Beschreibung (Eigenschaft dc:title) oder Teil des Titels (Eigenschaft dc:title) oder
aber auch das Label (Eigenschaft rdfs:label) der Klasse sein, mit der ein konkreter POI getypt
ist. Bei der Eingabe eines Stadt- oder Straßennamens oder gar einer Telefonnummer beziehungsweise
Geo-Koordinate würde man mittels einfacher Anfragen die URIs der jeweiligen Adress- oder Punkt-
Objekte ermitteln können, die dann in einem nachfolgendem Schritt über die Kanten im Graph bis
zum POI-Objekt aufgelöst werden müssten, um mittels der URI des POI-Objektes den Algorithmus
zur Sammlung aller Informationen eines POIs starten zu können. Weiterhin sollte bei der Eingabe
mehrerer Suchbegriffe nur POI-URIs ermittelt werden, die mit alle Begriffen in Verbindung stehen.
Zur Verdeutlichung ist am Beispiel der Eingabe von „Museum“ und „Amsterdam“ für den ersten
Begriff eine Menge von POI-URIs und für den zweiten Begriff ebenfalls eine solche Menge zu er-
mitteln, deren Schnittmenge erst als Ergebnismenge gewertet werden darf. Somit werden mit hoher
Wahrscheinlichkeit nur Museen in Amsterdam ermittelt. Nachdem die Möglichkeit geschaffen wurde,
SPARQL als Anfragesprache zu verwenden, wurde der Versuch unternommen, SPARQL-Anfragen
ähnlich der Form in Listing 8 zu formulieren. Anfragen dieser Form wurden von der entsprechenden
Methode der Modelkomponente von vakantieland.nl abhängig von der Anzahl gegebener Begriffe
dynamisch zusammengesetzt.
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Listing 8: Beispiel SPARQL-Anfrage zur Suche von Literalen über mehreren Objekte
PREFIX dc : < h t t p : / / p u r l . o rg / dc / e l e m e n t s / 1 . 1 / >
PREFIX ns1 : < h t t p : / / ns . v a k a n t i e l a n d . n l / 0 . 2 # >
SELECT DISTINCT ? p o i
WHERE {
{{
? p o i ? predA1 ? objA1 FILTER ( r e g e x ( s t r ( ? objA1 ) , ’Museum ’ , ’ i ’ ) ) .




? p o i ns1 : h a s A d d r e s s ? a d d r e s s .
? a d d r e s s ? predB1 ? objB1 FILTER ( r e g e x ( s t r ( ? objB1 ) , ’Museum ’ , ’ i ’ ) ) .
? p o i ns1 : i sPOI ’ t r u e ’
}}
. / / I n t e r s e k t i o n d e r Menge Museum und d e r Menge Amsterdam
{{
? p o i ? predA2 ? objA2 FILTER ( r e g e x ( s t r ( ? objA2 ) , ’ Amsterdam ’ , ’ i ’ ) ) .




? p o i ns1 : h a s A d d r e s s ? a d d r e s s .
? a d d r e s s ? predB2 ? objB2 FILTER ( r e g e x ( s t r ( ? objB2 ) , ’ Amsterdam ’ , ’ i ’ ) ) .
? p o i ns1 : i sPOI ’ t r u e ’
}}
}
LIMIT [ s p e c i f i c L i m i t ]
OFFSET [ s p e c i f i c O f f s e t ]
Mit dieser SPARQL-Anfrage werden alle POI-URIs ermittelt, die entweder direkt eine Eigenschaft
mit dem Wert „Museum“ oder „Amsterdam“ belegen oder einem damit assoziiertem Address-Objekt,
welches Eigenschaften mit mindestens einem der beiden Werte belegt. Formaler ausgedrückt ist diese
Anfrage als Intersektion zweier Vereinigungsmengen gestaltet, wobei in der ersten Vereinigungsmen-
ge alle diejenigen POI-URIs enthalten sind, die als Subjekt in den Statements vorkommen, wo als
Objekt der Begriff „Museum“ enthalten ist (Prädikat ist dabei nicht von Interesse). Weiterhin enthält
die erste Vereinigungsmenge noch diejenigen POI-URIs, die als Subjekt in den Statements vorkom-
men, deren Prädikat ns1:hasAddress ist und das Objekt eine URI enthält, die wiederum in State-
ments als Subjekt verwendet wird, deren Objekt „Museum“ enthält. Analog dazu wird die zweite
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Vereinigungsmenge mit dem Begriff „Amsterdam“) ermittelt. Beachtet wurde somit das beide Werte
vorkommen müssen. Dabei wurde allerdings nicht zwischen DatatypeProperty und ObjectProperty
unterschieden, was bedeutet das die Begriffe auch ein Teil von URIs im jeweiligen Tripel-Objekt sein
können. Die Vergleiche des jeweiligen Begriffes mit dem Statement-Objekt werden mit regulären
Ausdrücken gestaltet, die den Begriff case insensitive behandeln. Wie anhand des Beispiels zu erken-
nen ist, werden weder die Labels der Klassen noch weitere assoziierte Objekte betrachtet, was bei
der Menge an assoziierten Objekten zu sehr komplexen Anfragen führen würde. Immerhin können
sehr viele Kontakte, mehrere Adressen, Geo-Koordinaten und so weiter einen POI näher beschrei-
ben. Diesem Umstand geschuldet und zudem aus Performanzgründen wurde sich gegen diese Lösung
entschlossen. Immerhin lagen die Antwortzeiten bei einer Anfrage mit nur zwei Suchbegriffen und
testweise importierten 1000 POIs schon im Minutenbereich.
Weiterhin ist zu sehen, dass dieses Anfragebeispiel in Listing 8 mit einem LIMIT und einem OFFSET
gestaltet ist. Diese Schlüsselwörter spezifizieren den zu extrahierenden Mengenausschnitt und wer-
den benötigt, um nur die zur Anzeige gebrauchten URIs zu selektieren. Um allerdings die Anzahl
aller auf diese Suchanfrage zutreffenden POI-URIs zu ermitteln, muss eine zweite Anfrage mit der
gleichen WHERE-KLAUSEL an den SPARQL-Prozessor abgesetzt werden. Diese Ergebnisse wer-
den in der Benutzeroberfläche für die Pagination der Liste der POIs benötigt. In SQL wird dafür der
Anfragetyp COUNT verwendet, der in SPARQL nicht existiert. Dieser Anfragetyp wurde im von der
RAP-API genutzten SPARQL-Prozessor zusätzlich geschaffen. Die benötigte Zeit dieser Anfragen
war allerdings ebenfalls nicht vertretbar. Die Einführung datenbankseitiger Indexierungen der state-
ments-Tabelle unter verschiedenen Kriterien verbesserte die Zeiten zwar erheblich, führte allerdings
dazu, alternativen Ansätze zum gesamten Algorithmus zu evaluieren.
Eine weitere Möglichkeit, bei der die zu vergleichenden Eigenschaften direkt adressiert werden,
wurde aufgrund der zu starken „Verzahnung“ von Wissensbasis und Web-Applikation verworfen.
Die Möglichkeit, genannte Intersektionen und UNIONs durch viele einzelne Anfragen aufzulösen,
wurde aufgrund der daraus resultierenden applikationsseitig benötigten Emulation von LIMIT und
OFFSET ebenfalls nicht weiter verfolgt. Schlussendlich wurde ein Verschlagwortungssystem entwi-
ckelt, welches letztendlich die erwünschten Zeiten zur Ausführung des Suchalgorithmus ermöglichte.
Freitext-Suche mit Verschlagwortung Der erste Schritt zur Erzeugung des Verschlagwortungssys-
tems, war das Design des Repositories zur Speicherung der Daten. Hierzu wurde eine normalisierte
Tabellenstruktur erzeugt, die in Abbildung 19 zu sehen ist. Die Tabelle kw_POIs wurde zur Speiche-
rung aller POI-URIs und die Tabelle kw_KeyWords zur Speicherung von Schlagwörtern bereitgestellt.
Die dritte Tabelle kw_POIs_KeyWords enthält die beiden Primärschlüssel der anderen beiden Tabellen
als Fremdschlüssel und stellt das Bindeglied dar (m:n-Relation), mittels dieser jedem POI mehrere
Schlagwörter und jedem Schlagwort mehrere POIs zugeordnet werden können.
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Abbildung 19: Normalisierte Tabellen-Struktur des Verschlagwortungssystems
Als nächstes wurde der Algorithmus entwickelt, der dieses Tabellenkonstrukt mit Werten befüllt. Bei
diesem Algorithmus werden alle Eigenschaften des POIs, die Literale als Werte enthalten, und ebenso
die Eigenschaften der assoziierten Objekten in einer Schlagwortliste gesammelt. Alle gesammelten
Wörter werden in die entsprechende Tabelle kw_KeyWords importiert, insofern diese noch nicht dar-
in existierten. Als nächstes wird die POI-URI in der Tabelle kw_POIs eingefügt. Die automatisch
erstellten Identifikatoren der POI-URI und die der Schlagwörter, werden in die noch verbleibende
Tabelle kw_POIs_KeyWords eingetragen, so dass die Verbindungen zwischen den Schlagwörtern und
der POI-URI hergestellt wird. Nach Ausführung des Algorithmus existieren in etwa 700.000 Einträge
in der Tabelle kw_POIs_KeyWords, welche mit in etwa 20.000 Einträgen der Tabelle kw_POIs durch
circa 120.000 Einträge der Tabelle kw_KeyWords in Verbindung gebracht werden..
Zur Ermittlung von Identifikatoren der POIs mittels ein oder mehreren frei wählbaren Schlagwör-
tern kann nun ein entsprechender SQL-Query verwendet werden. Dieser wird ebenfalls abhängig von
den gegebenen Suchbegriffen dynamisch zusammengesetzt und entspricht bei obigem Beispiel (An-
frage mit den Begriffen Museum und Amsterdam) dem in Listing 9. Die Ergebnismenge die hiermit
beschrieben wird, enthält genau die POI-URIs, die mit beiden gegebenen Begriffen in Verbindung ste-
hen. In einem weiteren Schritt müssen, da hier ebenfalls eine Beschränkung über LIMIT und OFFSET
vorgenommen wurde, noch alle auf die Suchanfrage zutreffenden Einträge mit einer entsprechend
ähnlichen COUNT-Anfrage gezählt werden.
Listing 9: SQL-Anfrage an die Schlagworttabellen
SELECT D i s t i n c t ( s1 . p o i U r i ) FROM
(
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ON ( kw_KeyWords . kwId = kw_POIs_KeyWords . kw_KeyWords_kwId )
)
ON ( kw_POIs . p o i I d = kw_POIs_KeyWords . kw_POIs_poiId )
WHERE keyWord LIKE ’%Museum%’ ) AS s1 ,





ON ( kw_KeyWords . kwId = kw_POIs_KeyWords . kw_KeyWords_kwId )
)
ON ( kw_POIs . p o i I d = kw_POIs_KeyWords . . kw_POIs_poiId )
WHERE keyWord LIKE ’%Amsterdam%’ ) AS s2
WHERE s1 . i d AND s2 . i d = s1 . i d
LIMIT [ s p e c i f i c L i m i t ]
OFFSET [ s p e c i f i c O f f s e t ]
Anfragen in dieser Art und Weise laufen in adäquater Zeit ab, so das die Anforderung 6, welche die
geringen Ausführungszeiten der Applikation beschreibt, in dieser Funktionalität nicht verletzt wird.
Im Gegensatz zu dem in Listing 8 angegebenen SPARQL-Abfrage werden aber alle Eigenschaf-
ten aller assoziierten Objekte abgefragt, was zu sehr genauen Ergebnis-Listen führt. Zudem sind die
Algorithmen, die zur Benutzung diesen Systems benötigt werden, nicht zu aufwendig, koppeln die
Wissensbasis nicht zu sehr an die Web-Applikation und LIMIT und OFFSET müssen nicht in appli-
kationsseitig emuliert werden. Nachteilig bei dieser Lösung sind Nebeneffekte, die nun durch weitere
Implementierungsarbeiten zu lösen sind. Bei der Manipulation der Daten müssen nicht nur die Infor-
mationen in der Wissensbasis entsprechend geändert werden, sondern auch die jeweiligen Einträge
in den Verschlagwortungstabellen. Zudem wird die Wissensbasis nicht nur über die Web-Applikation
vakantieland.nl sondern auch mit Ontowiki manipuliert. Um die Konsistenz der Daten in den beiden
Serialisierungsformen (Wissensbasis und Verschlagwortungssystem) zu wahren, muss im Ontowiki
ein Plugin implementiert werden, dass auf die entsprechenden Funktionalitäten zum Hinzufügen, Mo-
difizieren und Löschen in der Web-Applikation vakantieland.nl zugreift. Diese zusätzliche Form der
Informationsaufbewahrung bietet weiterhin die Möglichkeit den Funktionsumfang der Applikation
zu erweitern. Unter Umständen könnten Benutzer der Applikation von weiteren Begriffen wissen, die
einen entsprechenden POI näher beschreibt. Einerseits wäre es möglich dem Benutzer Funktionalitä-
ten zur Verfügung zu stellen diese Begriffe in Form von Eigenschaften am POI zu integrieren. Dabei
würde die Wissensbasis erweitert werden und im Nachhinein auch das Schlagwortsystem. Anderer-
seits könnten diese Begriffe auch über entsprechende Funktionalitäten direkt und ausschließlich im
Schlagwortsystem eingetragen werden. Somit würden diese Begriffe zwar noch nicht in der Benut-
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zeroberfläche angezeigt werden können, würden aber den POI bei Benutzung dieser Begriffe in der
Freitextsuche in die Ergebnismenge mit aufnehmen. Dies würde dem Prinzip einer Folksonomy (siehe
Abschnitt 2.5) entsprechen, da hierbei Begriffe ohne festgelegtes Vokabular kollaborativ (zumindest
teilweise) zur Beschreibung eines POIs zusammengetragen werden.
Nachdem durch die diversen vorgestellten Filtermöglichkeiten Identifikatoren von POIs ermittelt wur-
den, müssen im darauf folgenden Schritt alle benötigten Information gesammelt werden, um diese im
angeforderten Format ausgeben zu können. Im folgenden Abschnitt 6.2.3 wird gezeigt, wie die Daten
gesammelt und in applikationsinternen Model-Klassen deserialisert werden.
6.2.3 Erzeugung eines Point of Interest
Wie anhand der Abbildung 16 zu sehen ist, sind die Informationen, die zur Beschreibung von POIs
genutzt werden, über mehrere Objekte verteilt. In der Domäne der Klasse POI wurden einerseits
DatatypeProperties wie dc:title und dc:description zur Speicherung von Literalen definiert und an-
dererseits ObjectProperties, die zur Assoziation weitere Objekte genutzt werden, bei denen ebenfalls
Eigenschaften in deren Domäne definiert sind. Wurden durch eine Suchanfrage POI-URIs ermittelt,
müssen nun zur Ausgabe benötigte Informationen durch eine adäquate Funktionalität zusammenge-
stellt werden. Bei dem Algorithmus zur Sammlung von Schlagwörtern für das Schlagwortsystems
wurde eine ähnliche Funktion implementiert, die allerdings generisch ist. Hierzu wurden alle Eigen-
schaften einer Ressource abgefragt und entsprechend des Datentyps ausgewertet. Während die Werte
von DatatypeProperties direkt in die Kollektion der Schlagwörter aufgenommen wurden, sind die
Werte der ObjectProperties erst noch aufgelöst wurden. Diese weiteren Ressourcen wurden je nach
Typ wieder ausgewertet und die dort verankerten Informationen ebenfalls entweder in die Kollektion
aufgenommen oder zur weiteren Verarbeitung entsprechend zu behandeln gewesen. Bei dem hier ver-
wendeten Algorithmus wurde die Sammlung benötigter Informationen etwas expliziter gehandhabt
und Informationen nicht mit eigens implementierten SPARQL-Anfragen abgefragt, sondern generi-
sche Funktionalitäten der zugrundeliegenden Erfurt-API benutzt. Diese Funktionen der Erfurt-API
stellen selbst SPARQL-Anfragen und ermöglichen eine einfache objektorientierte Handhabung bei
der Implementierung.
Der Algorithmus zur Erstellung einer applikationsseitigen Repräsentation eines POIs (stark
verkürzte schematische Darstellung in Algorithm 1) wird mit einer konkreten POI-URI gestar-
tet und die Eigenschaften der damit identifizierten Ressource von der Erfurt-API angefordert.
Wurde die entsprechende Ressource erfolgreich zurückgeliefert, wird eine Instanz der Klasse
PointOfInterest, deren Implementierung in der Modelkomponente von vakantieland.nl
verankert ist (vgl. Abbildung 18), erzeugt und die entsprechenden Eigenschaften darin gespeichert.






foreach properties as property do
localName← getLocalName(property);
propertyV alue← getPropertyValue(property);
if localName = ”hasAddress” then
EF_instance← EF_getInstanceFromModel(propertyV alue);
addrProperties← getPropertiesOfInstance(EF_instance);
foreach addrProperties as addrProperty do
localName← getLocalName(addrProperty);
propertyV alue← getPropertyValue(addrProperty);
if localName = ”hasPoint” then
Koordinaten-Objekt erzeugen und falls nötig Koordinaten vom Geo-Coder
abrufen
end
weitere Properties abfragen und Objekte erzeugen
end
Address-Objekt erzeugen und am POI-Objekt speichern
end
if localName = ”hasContact” then
Kontakt-Properties abfragen und Kontakt-Objekt erzeugen
end
weitere Properties abfragen und Objekte erzeugen
end
end
Algorithm 1: Erzeugung eines POI-Objektes und dessen Assoziationen. Der Prefix EF steht
dabei für Funktionen und Objekte der Erfurt-API
Wie im Algorithmus 1 zu sehen ist, werden danach die Eigenschaften des POI-Objektes durchlau-
fen und abhängig vom lokalen Namen der Eigenschafts-URI unter Umständen weitere Objekte über
die Erfurt-API angefordert. Über den Eigenschaften dieser Objekte wird in nachfolgenden Schrit-
ten ebenfalls wieder iteriert und abhängig vom lokalen Namen der Eigenschafts-URI wieder weitere
Objekte von der Erfurt-API angefordert. Hierbei wurde versucht einen rekursiven Algorithmus zu
erstellen, was aufgrund diverser Feinheiten verworfen wurde. Mittels diesem Algorithmus werden
zudem, falls nötig, über weitere Funktionen Geo-Koordinaten von einem GeoCoder abgerufen (der-
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zeit ein Web-Service von Google genutzt) und in der Wissensbasis gespeichert (vgl. Abschnitt 3.3.3
und 6.1.1). Nachdem die gewünschten Objekte erzeugt und in den entsprechenden Kollektionen ge-
speichert wurden, kann das POI-Objekt an die anfragende Funktion zurückgeliefert werden. Bevor
dies geschieht, wird diese Objektstruktur allerdings noch im Dateisystem serialisert (gecached), um
diese bei der nächsten Anfrage mit der gleichen POI-URI nicht wieder komplett neu erzeugen zu
müssen. Dadurch werden viele Anfragen an die Datenbank eingespart, die von den in der Erfurt-
API implementierten Funktionen gestellt werden. Falls allerdings Daten in der Ontologie geändert
werden, müssen die davon betroffenen Objekt-Serialisierungen invalidiert werden. Diese Funktiona-
lität ist ähnlich dem noch im Ontowiki zu entwickelnden Plugin zur Modifikation von Einträgen im
Schlagwortsystem.
6.3 Steuerung der Web-Applikation
Im Gegensatz zu den im Kapitel 5 skizzierten Möglichkeiten zur Steuerung einer Web-Applikation
mittels gut durchdachter Hash-URIs oder 303-URIs sowie Content Negotiation zur Eruierung des ge-
forderten Ausgabeformates wird bei vakantieland.nl ein Action Dispatcher zur Ermittlung der gefor-
derten Aktion eingesetzt. In Abbildung 20 ist die Klasse ActionDispatcher und deren Assoziationen
zu den jeweiligen Aktionsklassen zu sehen (nicht alle Assoziationen sind aus Gründen der Übersicht-
lichkeit in der Abbildung verwirklicht). Seit Entwicklungsbeginn werden Sessions zum serverseitigen
Speichern aller Parametern benutzt, was sich im späteren Verlauf der Entwicklung allerdings nach-
teilig auswirkte. Im Abschnitt 5.2.4 wurde schon darauf hingewiesen, dass derartige Methoden zur
Steuerung von Web-Applikationen zu vermeiden sind, da diese die Eigenschaft des HTTP-Protokolls
unterwandern statuslos zu sein. Zur Auswertung von Aktionen wie beipielsweise die Änderung der
anzuzeigenden Sprache auf der HTML-Oberfläche wird die Aktion setParameter aufgerufen und
die entsprechende Sprachetikette als Parameter übertragen um diese in der Session für alle weiteren
Anfragen zu speichern. Dadurch kann aber, wird die anzuzeigende Sprache nicht in der URL kodiert,
die angezeigte HTML-Seite nicht eindeutig identifiziert werden. Somit führte dieser Umstand im spä-
teren Entwicklungsverlauf zu der Erweiterung, dass alle übermittelten Parameter – wie Limit, Offset,
Kategorienauswahl, POI-Identifikator und so weiter – zusätzlich in der URL mit aufgeführt werden,
was auch ein Caching kompletter HTML Seiten ermöglicht (die URL dient als Schlüssel (Key) zum
wiederauffinden der gespeicherten HTML-Seite). Die Session wird somit nur noch zum Speichern
von Konfigurationen und sammeln von Nachrichten (messages) genutzt. Nach Ausführen der Metho-
de actionPerform() der Klasse SetParameterAction wird die zuvor ausgeführte Aktion
– wie beispielsweise IndexAction zur Anzeige der Übersichtseite, ViewDetailsAction zur
Anzeige der Detailseite oder auch GetStaticPageAction zur Anzeige statischer Seiten – mit
den neuen Parametern erneut ausgeführt (vgl. Anforderungen 1 zur Reimplementierung bestehender
Funktionalitäten).
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Abbildung 20: Klassendiagramm der Controller-Komponente und Kernklassen von vakantieland.nl
In weiteren Entwicklungszyklen wird sich der hier verwendete Umgang mit URIs im Bezug auf die
Verwendung von Parametern noch verändern. Es wird angestrebt vakantieland.nl mit anderen Data-
sets über Linking Open Data zu vernetzen, weswegen die URLs den in Abschnitt 5.6 vorgestellten
Prinzipien entsprechen müssen. Weiterhin soll vakantieland.nl die Ausgabe der Daten als RDF unter-
stützen, was mittels Content Negotiation und zusätzlich über einen SPARQL-Endpoint angefordert
werden kann. Derzeit werden auch die kompletten Ausgaben serverseitig generiert, was ebenfalls
noch verändert werden soll. Werden Anfragen zur Anzeige von POIs in HTML an die Applikati-
on gestellt (Karten und Listendarstellung), reicht es aus, nur die reinen Daten in RDF, XML oder
JSON an den Anfragenden zurückzusenden, um diese dann clientseitig an die entsprechenden Dar-
stellungskomponenten zu verteilen und die Anzeige zu aktualisieren (vgl. Abschnitt 5.3.2). Gerade
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die Darstellung der Daten auf der derzeit verwendeten GoogleMap (vgl. Anforderung 5) kann über
eine von Google zur Verfügung gestellten AJAX-API komfortabel mit nachgeladenen Daten (POIs
als Marker) versorgt werden.
6.4 Clientseitige Repräsentation von Informationen
Zur Darstellung von Informationen in der aktuellen Version des Anwendungsfalls werden derzeit nur
einige der im Abschnitt 5.3.1 vorgestellten Möglichkeiten zur semantischen Annotation verwendet.
Listing 10: Microformate und RDF/a zur Annotation von Informationen eines POI
<span c l a s s = ’ vcard ’ xmlns : vCard= ’ h t t p : / / www. w3 . org / 2 0 0 1 / vcard−r d f / 3 . 0 # ’
a b o u t = ’ h t t p : / / de . v a k a n t i e l a n d . n e t / v a k a n t i e l a n d / i n d e x . php
? l o c a l e = n l&localName=POI_339608611&do= v i e w D e t a i l s ’ >
< div c l a s s = ’vCard :ORG’ >
<h1 c l a s s = ’ org ’ p r o p e r t y = ’vCard : Orgname ’ >Museum F l e h i t e < / h1>
< / div >
< div c l a s s = ’vCard :N’ >
<a c l a s s = ’ u r l n ’ r e l = ’vCard :URL’ hre f = ’ h t t p : / / www. m u s e u m f l e h i t e . n l / ’ >
< / div >
< div c l a s s = ’vCard : Adr ’ >
<span c l a s s =" s t r e e t −a d d r e s s "
p r o p e r t y = ’vCard : S t r e e t ’ > W e s t s i n g e l 50< / span>
<span c l a s s =" p o s t a l−code " p r o p e r t y = ’vCard : Pcode ’ >3811 BC< / span>
<span c l a s s = ’ l o c a l i t y ’ p r o p e r t y = ’vCard : L o c a l i t y ’ > A m e r s f o o r t < / span>
< / div >
< div c l a s s = ’vCard : TEL’ >
<span p r o p e r t y = ’vCard : Type ’ > v o i c e < / span>
<span p r o p e r t y = ’vCard : Value ’ c l a s s = ’ t e l ’ > ( 0 3 3 ) 4619987< / span>
< / div >
< div c l a s s = ’vCard : TEL’ >
<span p r o p e r t y = ’vCard : Type ’ > f a x < / span>
<span p r o p e r t y = ’vCard : Value ’ c l a s s = ’ t e l ’ > ( 0 3 3 ) 4611583< / span>
< / div >
<span c l a s s = ’ geo ’ >
<span c l a s s = ’ l a t i t u d e ’ > 52 .156765 < / span> ,
<span c l a s s = ’ l o n g i t u d e ’ > 5 .385562 < / span>
< / span>
< / span>
Im Moment werden die Microformate vCard und geo benutzt, wie dies am Beispiel des Museums
Flehite in Amsterdam im Listing 10 zu sehen ist, um den Titel, die Kontaktdaten, die URL und die
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Geo-Koordinaten eines jeden POI für Maschinen interpretierbar zu gestalten. Zudem werden die In-
formationen auch mit RDF/a zusätzlich annotiert, dessen vollständige Implementierung allerdings
auch noch nicht abgeschlossen ist (vgl. Anforderung 4). In Abbildung 21 ist zu sehen wie das Firefox
Plugin Tails (vgl. Abschnitt 4.1) die so kodierten Daten auswertet und verkürzt oder auch detailiert
zur Anzeige bringt. In der detailierten Ansicht ist zu sehen, wie alle mit Microformats kodierten In-
formationen ausgelesen und korrekt angezeigt werden. Ein beispielhafter Vorteil den dieses Plugin
bietet, ist die Möglichkeit die Informationen direkt in das lokale Adressbuch zu übernehmen. Die
angezeigten Informationen werden in einem weiteren Entwicklungsschritt noch durch Informationen
aus DBpedia erweitert (vgl. Abschnitt 4.3). Dabei sollen geographische, touristische und gesellschaft-
Abbildung 21: Mittels Microformats kodierte POI-Informationen ausgewertet durch Tails-Plugin
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liche Informationen angefordert werden und, insofern vorhanden, der vakantieland.nl-Community zur
Ansicht zur Verfügung gestellt werden (vgl. Anforderung 7). Hierzu gab es Überlegungen, die Daten
clientseitig über den von DBpedia angebotenen SPARQL-Endpoint direkt abzurufen und zur Anzeige
zu bringen. Vorteilhaft daran wäre, dass nur aktuelle Informationen angezeigt werden (derzeit werden
Wikipedia-Daten allerdings noch nur monatlich auf DBpedia aktualisiert) und serverseitiges Abfra-
gen des DBpedia-Datasets die Antwortzeiten des vakantieland.nl-Servers nicht beeinflusst werden.
Nachteilig wäre, dass auf diese Weise die empfangenen Daten nur schwer zu cachen wären. Somit
wird derzeit an einer Implementierung gearbeitet, die serverseitig DBpedia-Daten mittels SPARQL
abfragt, (mit einer Lebenszeitetikette) speichert und für die Anzeige aufbereitet.
6.5 Skizzierung der Performanzsteigerung während der Entwicklung
In diesem Kapitel wurden vermehrt Beobachtungen in Bezug auf Performanzprobleme beschrieben.
Diese traten bei der Benutzung verschiedener Funktionen auf und wurden sukzessive während der
Entwicklung beseitigt (vgl. Anforderung 6 Performanz). Einerseits wurde die Benutzung semanti-
scher Technologien, durch beispielsweise eine Effizienzsteigerung verwendeter SPARQL-Abfragen,
geändert und andererseits Workarounds wie das Verschlagwortungssystem geschaffen. Im folgenden
sind die Methoden gelistet, die zur Performanzsteigerung der Anzeige von Detail- und Übersichts-
seite führten. Die Übersichtsseite ermöglicht mehrere Funktionen, wie das Filtern nach Kategorie,
Schlagwörtern, Limit und Offset sowie die Sprachauswahl, welche ebenfalls alle durch diese Metho-
den positiv beeinflusst wurden, da diese auch wieder zur Anzeige von POIs führen.
• PS0 bezeichnet den Ausgangszustand, in dem nur eine reine Nutzung von Erfurt-Methoden
erfolgte.
• PS1 bezeichnet die Nutzung von Erfurt-Methoden in Kombination mit speziellen SPARQL-
Anfragen.
• PS2 bezeichnet die Benutzung der kompletten Kategorienliste als serialisierte PHP-Object-
Collection (in Datei gecached). Dies wurde initial für jede ermöglichte Sprache erzeugt.
• PS3 bezeichnet die Benutzung von serialiserten POIs als PHP Objekte in jeweils einer Datei.
Dadurch müssen die POIs nicht jedes mal aus dem Triple-Store extrahiert und „zusammenge-
setzt“ werden.
• PS4 Einsatz des eAccelerator-PHP-Moduls65 um die komplette HTML-Ausgabe zu cachen.
Hierfür wurde, die in Abschnitt 6.3 erwähnte vollständige Übernahme von Parametern in die
URL zur eindeutigen Identifikation der jeweilig anzuzeigenden HTML-Seite benötigt.
65http://eaccelerator.net/
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In der folgenden Tabelle 8 ist eine Auflistung von Ausführungszeiten unter Nutzung der aufgeführten
Methoden zu sehen. Die Ausführungszeiten wurden von Absenden der Browser-Anfrage bis Antwort
Funktionen Zeit zur Anzeige der Übersichtsseite Zeit zur Anzeige der Detailseite
PS0 ≈ 10s ≈ 6s
PS1 ≈ 4, 5s ≈ 3, 5s
PS1, PS2 ≈ 2, 2s ≈ 1, 5s
PS1, PS2, PS3 ≈ 650ms ≈ 600ms
PS1, PS2, PS3, PS4 ≈ 210ms ≈ 210ms
Tabelle 8: Messungen von Zeiten zur Performanzsteigerung
des Servers mit dem ersten Bit als Durchschnittswert auf einen Server mit 2 Prozessoren (jeweils 2
Kerne und ca. 2GHz) und 8GB Arbeitsspeicher gemessen. Bei den Messungen der Cache-Methoden
werden nicht die zum cachen benötigten Zeiten genannt, sondern die Zeiten, die bei der Benutzung
gecachter Objekte und HTML-Seiten anfallen. Die Zeiten zur Darstellung der Übersichtsseite wur-
den mit Standardeinstellungen gemessen, also mit 10 angezeigten POIs ohne Nutzung von Filtern. Im
Repository wurden in etwa die Hälfte, also circa 10.000, der möglichen POIs importiert. Anhand der
Tabelle 8 ist die Antwortzeitenverbesserung durch den Einsatz erwähnter performanzsteigernder Me-
thoden gut ersichtlich. Gerade bei der Benutzung der Freitextsuche, die durch das im Abschnitt 6.2.2
beschriebene Verschlagwortungssystem ebenfalls stark beschleunigt wurde, ist somit mit Antwortzei-
ten von unter zwei Sekunden zu rechnen, wenn die HTML-Seite noch nicht im HTML-Seiten-Cache
vorgehalten wird. Wurde die Freitextsuche mit den gleichen Begriffen zuvor schon benutzt und somit
die jeweilige komplette HTML-Seite im HTML-Seiten-Cache vorliegt, kann mit einer Antwortzeit
von circa 210ms gerechnet werden. Ohne das Verschlagwortungssystem war diese Funktion fast nicht
bedienbar, da schon alleine bei der Eingabe eines Begriffes mit Antwortzeiten von einer Minute und
bei zwei Begriffen schon mit vier Minuten Wartezeit gerechnet werden musste.
6.6 Ontowiki als Werkzeug zur Administration der Daten
Das in Abschnitt 4.1 erwähnte Werkzeug Ontowiki wird im vorgestellten Anwendungsfall zur Admi-
nistration der Wissensbasis eingesetzt (vgl. Anforderung 1f). Dieses Werkzeug greift gleichermaßen
wie die vakantieland.nl-Applikation über die Erfurt-API auf die Wissensbasis zu, benutzt das Zend-
Framework66 zur Realisierung von Funktionalitäten (vgl. Abbildung 7) und bietet vielfältige Mög-
lichkeiten zur Generierung von verschiedenen Sichten auf die Daten. Einerseits kommen Standard-
Oberflächen zum Einsatz, um beispielsweise Eigenschaften von Instanzen und Klassen, Instanzlisten
66http://framework.zend.com
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Abbildung 22: Oberfläche vom Ontowiki mit Sicht auf Instanzen der Klasse Museum
von Klassen und auch Klassenhierarchien zur Anzeige zu bringen (siehe Abbildung 22) und anderer-
seits ist eine Plugin-Schnittstelle vorhanden, welche unter anderem die Implementierung von spezi-
ellen anwendungsfallorientierten Sichten ermöglicht. Diese Sichten, werden auch zur Administration
der vakantieland.nl-Daten benötigt, um die Bedienbarkeit zu verbessern. Durch die Verteilung von
Daten auf verschiedene Objekte von verschiedenen Klassen, können neu hinzukommende POIs der-
zeit nur in nacheinander folgenden Schritten der Wissensbasis über die Standard-Oberflächen vom
Ontowiki hinzugefügt werden (jede zu erzeugende Ressource wird einzeln administriert). Dies ist
allerdings der Bedienbarkeit nicht zuträglich, da somit zum Beispiel zeitweise POIs ohne assoziier-
tes Adress-Objekt oder umgekehrt in der Wissensbasis enthalten sein würden und bei der Anzeige
zu Fehlern führen könnten. Dieser Umstand und die in Abschnitt 6.2.2 erwähnten Nebeneffekte, die
durch das Lösen der Performanzprobleme entstanden, ergibt sich die folgende Liste an Implementie-
rungen, die als Plugins im Ontowiki und der Erfurt-API noch zu tätigen sind:
1. Erfurt-Plugin: automatisches Update des Schlagwortsystems bei Änderungen an der Wissens-
basis.
2. Ontowiki-Plugin: anwendungsfallspezifische Oberfläche zur Administration und Erzeu-
gung neuer POIs innerhalb eines Formulares. Hierfür bieten sich asynchrone Datentransfer-
Technologien an, um Widgets zur Eingabe und Ausgabe nachzuladen.
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3. Ontowiki-Plugin: Auflösen von Linked Data Eigenschaften um externe Daten vor der Publi-
kation in der Applikation zu validieren und gegebenenfalls zu ändern oder für die Veröffentli-
chung zu sperren (vgl. Abschnitt 6.4 in Bezug auf externe Daten von DBpedia).
Des Weiteren muss die Ontowiki-Oberfläche im Hinblick auf eine schnellere Anzeige modifiziert
werden. Die derzeit in etwa 400 in der Ontologie modellierten Klassen werden bei jedem Aufruf
im Klassenbaum inferiert zur Anzeige gebracht, was jedesmal viel Zeit in Anspruch nimmt. Die-
se Klassenbaum-Anzeige und die Sidebar, die weitere Funktionen offeriert, sowie weitere kleine
„Bausteine“ von Ontwiki sind überflüssig und müssten entweder abgeschaltet beziehungsweise aus-
getauscht werden. Die Modularität des Programmaufbaus bietet hierfür allerdings hinreichende Mög-
lichkeiten, um derartige Modifikationen vorzunehmen.
Eine gute Beschreibung des im Ontowiki enthaltenen Plugin-System kann in [Has08] nachgelesen
werden. Der Aufbau des Plugin-System und die zu tätigenden Entwicklungsschritte der hier skizzier-
ten zu entwickelnden Plugins können anhand dieser Arbeit eruiert werden.
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7 Zusammenfassung und Ausblick
Die Ziele dieser Arbeit waren einerseits die Charakterisierung des Begriffes „semantische Web-
Applikation“ und andererseits die Präsentation des Anwendungsfalles vakantieland.nl, welcher zur
Vorstellung einiger der in dieser Arbeiten präsentierten Technologien herangezogen wurde. Hier-
zu wurden in Kapitel 2 und 4 grundlegende Begriffe, Technologien und Implementierungen vorge-
stellt. Im Kapitel 5 wurde der Begriff der semantischen Web-Applikation definiert. Dazu wurden
Eigenschaften von Web-Applikationen im Semantic Web in den Bereichen Modellebene und Ober-
flächenebene untersucht. Das Zusammenspiel verschiedener semantischer Web-Applikationen in der
Web-Architektur Linking Open Data wurde skizziert und Beispiele ausgewählter semantischer Web-
Applikationen vorgestellt. Im Anwendungsfall vakantieland.nl (vorgestellt in Kapitel 3 und näher
beschrieben in Kapitel 6) wurden ausgewählte Technologien wie die Nutzung von SPARQL als An-
fragesprache auf Modellebene sowie semantische Annotationsarten für Informationen wie Microfor-
mats und RDF/a auf Oberflächenebene gezeigt. Der Aufbau des Anwendungsfalles entspricht dem be-
währten Architekturmuster MVC und bezieht unter anderem Daten über Web Services anderer Web-
Applikationen. Zur Steuerung dieser Web-Applikation kommen derzeit noch keine semantischen
Technologien zum Einsatz, was in weiteren Entwicklungsschritten allerdings noch geändert wird.
Notwendig wird dies unter anderem zur Vernetzung von vakantieland.nl mit Web-Applikationen, die
in der Linked Open Data Cloud (Abbildung 15) aufgeführt sind (vgl. Abschnitt 5.6). Diese Funktio-
nalität ist allerdings nicht zwingend erforderlich gewesen, so dass trotz dessen alle im Abschnitt 3.3.1
aufgeführten Anforderungen erfüllt sind. Der letzte Eintrag zur Erweiterung des Funktionsumfan-
ges der aufgeführten Anforderungsliste lässt allerdings Spielraum für derartige Umstellungen. Das in
Abschnitt 3.3.2 erwähnte Entwicklungsvorgehen war durch den Einsatz von neuen und noch im Ent-
wicklungsstadium befindlichen Technologien sowie einer dadurch schwer zu erstellenden Spezifika-
tion unumgänglich. Auch durch den Vergleich der Vorstellung von Zwischenergebnissen in [Mar07]
mit den in dieser Arbeit beschriebenen Umsetzungen ist eine agile Entwicklung erkennbar.
Die Ebenen des semantischen Schichtenmodells (vgl. Abbildung 1) Unifying Logic, RIF, Proof,
Trust und Crypto sind derzeit noch Forschungsschwerpunkt, weshalb hieraus kaum Technologien
vorgestellt wurden und deren Eigenschaften nicht in die Definition des Begriffes „semantische Web-
Applikation“ mit einflossen. Auch die verschiedenen Reasoningarten, die durch Technologien des
Semantic Web ermöglicht werden, sind nicht in die Begriffsdefinition mit eingegangen, weil Reaso-
ning zwar eingesetzt werden kann, aber für semantische Web-Applikationen nicht zwingend notwen-
ding ist. Am Beispiel vakantieland.nl ist erkennbar, dass einige Funktionen mit Hilfe eines adäquaten
Reasoner zur Inferenzbildung möglich wären, diese aber durch alternative Entwicklungen umgangen
wurden. Dieser Umstand ist einerseits dem noch fehlenden Ontowiki/Erfurt-Support für Reasoner ge-
schuldet und andererseits aus der Anforderung eine performante Web-Applikation mit geringen Ant-
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wortzeiten zu realisieren hervorgegangen (vgl. Anforderung 6). Gerade dieser Fakt sowie die noch
nicht zum Einsatz kommenden Technologien im Anwendungsfall vakantieland.nl zeigen, dass das
Semantic Web zwar viele Neuerungen ermöglicht, allerdings kein allumfassendes Dogma zur Erstel-
lung von Web-Applikationen darstellt. Dies wurde bei der Begriffsdefinition zur semantischen Web-
Applikation bedacht und impliziert, dass auch vakantieland.nl eine semantische Web-Applikation ist
(die Bedingung R ∪ S ∪ P ∪ I 6= ∅ ist nicht verletzt, siehe Abschnitt 5). Klassifizieren lässt sich der
derzeitige Stand von vakantieland.nl als intrinsische Web-Applikation (R 6= ∅ und S 6= ∅) aufgrund
des eingesetzten RDF-Triple-Stores und der eingesetzten Anfragesprache sowie zudem durch die ge-
nutzten semantischen Annotationsverfahren in der Oberfläche als produzierend extrinsisch (R 6= ∅
und P 6= ∅). Die letzte Klassifizierung wird in Zukunft durch die zusätzliche Ausgabe von RDF noch
verstärkt. Zudem wird vakantieland.nl durch die Vernetzung mit DBpedia zudem semantische Daten
konsumieren und somit auch eine konsumierende extrinsische semantische Web Applikation werden
(I 6= ∅).
Ausblick Die erarbeitete Definition 4 zur semantischen Web-Applikation ist ein Ansatz, der auf-
grund der noch zum Forschungsschwerpunkt gehörenden Ebenen des Schichtenmodells des Seman-
tic Web nicht vollständig ist. Allerdings können auf dieser Basis weitere Definitionen aufbauen und
diese Klasse von Web-Applikationen näher spezifizieren. Weiterhin können somit die in Abschnitt
1.1 genannten Fragen zu Eigenschaften und Unterschieden semantischer und herkömmlicher Web-
Applikationen sowie zusätzlich oder ersetzend zum Einsatz kommender Technologien weiter erörtert
und genauer beantwortet werden.
Die Entwicklung von semantischen ist wie auch bei herkömmlichen Web-Applikationen in verschie-
denen Programmier- und Scriptsprachen unter Verwendung unterschiedlicher Architektur- und Ent-
wurfsmuster möglich. Der Einsatz von Markup-Sprachen ist bei herkömmlichen Web-Applikationen
zwingend erforderlich und bei semantischen ebenfalls noch weit verbreitet. Die eingesetzten Techno-
logien des Semantic Web zur Wiederverwendung und Dereferenzierung verteilter Informationsres-
sourcen sind eine wirkliche Neuerung, die in dieser Form in herkömmlichen Web-Applikationen
nicht möglich sind. Allerdings besteht hierbei noch großer Entwicklungsbedarf an Werkzeugen und
Best Practices, die bei der Herstellung von semantischen Web-Applikationen unterstützend benötigt
wird. So existieren beispielsweise verschiedenste integrierte Entwicklungsumgebungen (IDE) und
Debugging-Werkzeuge, die auf die Eigenschaften der jeweiligen Programmier- und Scriptsprachen
sowie den verwendeten Architektur- und Entwurfsmuster eingehen und dem Entwickler hilfreich zur
Hand gehen. Auf die speziellen Eigenschaften semantischer Web-Applikationen, wie die Verwen-
dung von speziellen Vokabularen, mittels derer erst die Semantik der repräsentierten Informationen
maschinenlesbar ermittelt werden kann, wird in IDEs bisher kaum unterstützt. Vorstellbar wäre hier-
für eine Ontologie, die alle oder zumindest einen hinreichend großen Auszug bestehender Vokabulare
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vernetzt und darüber hinausgehende Informationen zu deren Einsatz liefert. Somit würde Entwick-
lern semantischer Web-Applikationen ein guter Überblick über Bestehendes präsentiert und unter
Umständen auch Funktionalitäten wie die Auto Completion bei der Verwendung von Vokabularen
ermöglicht werden. Dies würde zeitraubende Recherche- oder Modellierungsarbeiten neuer anwen-
dungsfallorientierter Vokabulare ersparen. Gerade bei der Entwicklung von vakantieland.nl wäre die
Nutzung derartiger Funktionen von Vorteil gewesen.
Weiterhin wurden in dieser Arbeit mehrfach Probleme in Bezug auf die Performanz einsetzbarer
Funktionalitäten der zugrunde liegenden APIs angeschnitten. Die derzeitigen Implementierungen der
Erfurt-API müssen diesbezüglich weiter vorangetrieben werden, um weitere spezielle Implementie-
rungen in vakantieland.nl zu umgehen. Eine Möglichkeit hierfür wären im Repository verankerte
Caching- beziehungsweise auf das RDF-Datenmodel abgestimmte View Maintenance-Algorithmen,
die bei hinreichend guter Performanzsteigerung die beschriebenen applikationsseitigen Caching-
Lösungen sowie das Verschlagwortungssystem überflüssig machen. Weiterhin könnte somit auf die
benannten Erfurt/Ontowiki-Plugins zur Konsistenzerhaltung der Daten verzichtet werden. Zudem
lässt die Erfurt-API auch Funktionen vermissen, die für eine bequem nutzbare OWL-API wünschens-
wert wären. Eine dieser Funktionalitäten sind konfigurierbare Updatemechanismen bei Änderungs-
operationen an modellierten Schemainformationen der über die Erfurt-API verwalteten Ontologien.
Das Entfernen von Klassen aus einer Ontologie beispielsweise ist bei manuellen wie auch automati-
schen Restrukturierungsmaßnahmen des Modells eine nicht selten verwendete Funktion. Derzeit wird
bei deren Benutzung die entfernte Klasse durch die Existenz der weiterhin bestehenden Instanzen, die
mittels dieser Klasse typisiert wurden, implizit angenommen. Vorstellbar sind allerdings verschiede-
ne fallunterscheidende Trigger, die nach dem Löschen der Klasse möglicherweise auch alle Instanzen
dieser Klasse löschen oder dieser mit einer oder mehreren anderen Klassen typisiert werden. Auch
die Subklassen der gelöschten Klasse müssen in der Klassenhierarchie neu eingeordnet werden.
Trotz der benannten Probleme bieten die Erfurt-API und Ontowiki etliche Funktionen und Biblio-
theken, um die Entwicklung von semantischen Web-Applikationen in den verschiedenen Ebenen zu
unterstützen. Gerade der SPARQL-Support hat die Entwicklung von vakantieland.nl weit vorange-
bracht und ermöglicht auch die Implementierung eines SPARQL-Endpoints, mittels dem zusätzlich
semantische Daten exportiert werden können. Weiterhin könnten somit Informationen aus vakantie-
land.nl mittels dem xOperator [DUA08], einem über das XMPP-Protokoll agierenden Instant Mes-
senger Agent, semantisch annotiert ausgeliefert werden. Dies würde die Wiederverwendung der in der
Wissensbasis enthaltenen Informationen durch andere Web-Applikationen über einen weiteren Weg
ermöglichen und somit einen Beitrag zum Wachstum des Semantic Web liefern.
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