We consider an iterative preconditioning technique for large scale optimization, where the objective function is possibly non-convex. First, we refer to the solution of a generic indefinite linear system by means of a Krylov subspace method, and describe the iterative construction of the preconditioner which does not involve matrices products or matrix storage. The set of directions generated by the Krylov subspace method is also used, as by product, to provide an approximate inverse of the system matrix. Then, we experience our method within Truncated Newton schemes for large scale unconstrained optimization, in order to speed up the solution of the Newton equation. Actually, we use a Krylov subspace method to approximately solve the Newton equation at current iterate (where the Hessian matrix is possibly indefinite) and to construct the preconditioner to be used at the current outer iteration. An extensive numerical experience show that the preconditioning strategy proposed leads to a significant reduction of the overall inner iterations on most of the test problems considered. 
Introduction
In this paper we deal with a preconditioning strategy to be used for the efficient solution of the large scale linear systems, which arise very frequently in large scale nonlinear optimization. As well known, there are many and different contexts of nonlinear optimization in which the iterative solution of sequences of linear systems is required. Some examples are Truncated Newton methods in unconstrained optimization, equality and/or inequality constrained problems, KKT systems, interior point methods, PDE constrained optimization and many others.
Krylov subspace methods are usually used for iteratively solving such linear systems by means of "matrix-free" implementations. Some of the most commonly used are the Conjugate Gradient methods for symmetric positive definite systems, the Lanczos algorithm for symmetric systems, GMRES, Bi-CGSTAB, QMR methods for unsymmetric systems.
In this work we consider symmetric indefinite linear systems and focus on the possibility of constructing good preconditioners for Krylov subspace methods. In particular, our aim is to construct a preconditioner by using an iterative decomposition of the system matrix, commonly obtained as by product of the Krylov subspace methods (see, e.g. [22, 10] ) and without requiring a significant additional computational effort. Firstly, we state the least requirements that a Krylov subspace method must satisfy to be suited to this aim. Then we define the preconditioner with reference to a generic Krylov subspace method and prove interesting properties of such a preconditioner. Finally, we focus on a particular Krylov subspace method, a version of the planar Conjugate Gradient (CG) method, which is an extension of the well known standard CG method. In particular, we refer to the planar CG algorithm FLR [6, 9] . We consider this algorithm since it prevents from pivot breakdowns of the standard CG algorithm when the system matrix is not positive definite. As a consequence we perform a number of iterations enough to generate a good approximation of the inverse of the system matrix, to be used for building the preconditioner. We show how the construction of such a preconditioner is performed without storing any n × n matrix (where n is the dimension of the vector of the variables) or computing matrices products or explicit matrices inverse. Actually, we assume that the entries of the system matrix are not known and the only information of the system matrix is gained by means of a routine, which provides the product of the matrix times a vector. This routine is available for free, since already required by any implementation of a Krylov subspace method.
We use our preconditioner within a nonlinear optimization framework, namely in solving nonconvex large scale unconstrained problems. In particular, we focus on the so called Newton-Krylov methods, also called Truncated Newton (TN) methods (see [18] for a survey). TN methods are implementations of the Newton methods, in which a Krylov subspace method is used for approximately solving the linear system arising in computing the search direction. In this context, all we need to compute our preconditioner is already available, as by product of the inner iterations performed for computing the search direction.
Notwithstanding Truncated Newton methods have been widely studied and extensively tested, it is largely recognized (see, e.g. [20] ) that, especially in dealing with large scale problems, two key aspects for the overall efficiency of the method can be still considered worthwhile to be investigated: the first one regards the formulation and handling of a preconditioner which enables to accelerate the convergence of the iterates. In fact, for Truncated Newton methods, preconditioning is today considered an essential tool for achieving a good efficiency and robustness, especially in the large scale setting. The second one concerns the possibility to tackle nonconvex problems and hence to handle the indefinite case for Newton's equation. In these paper we try to tackle both these aspects in the large scale setting. As regards the first issue, we embed our preconditioner within the inner iterations of the TN methods, according to a suited strategy. Numerical results show that this leads to an overall reduction of the number of CG inner iterations, needed in most of the test problems considered. As regards the possibility to handle nonconvex problems, we adopt the planar CG method FRL for constructing the preconditioner, instead of the standard CG methods, in order to avoid pivot breakdown. Moreover, drawing our inspirations from [12] , in computing the search direction by the preconditioned CG, we adopt a strategy which allows us to overcome the usual drawbacks in dealing with indefinite problems, namely the untimely termination of the inner iterations.
The paper is organized as follows: in Section 2, we consider the problem of constructing a preconditioner for an indefinite linear system, by using a generic Krylov subspace method. In Section 3, we focus on a particular Krylov subspace method which allow us to tackle indefinite systems, the planar CG algorithm FLR, which is first recalled for sake of completeness. In Section 4 an iterative matrix decomposition is obtained for the preconditioned CG. In Section 5, we focus on Truncated Newton methods for unconstrained optimization and define a new preconditioning strategy for the class of preconditioned Truncated Newton methods. Moreover, we describe the strategy we adopt in order to efficiently tackling large scale indefinite problems. Finally, in Section 6 we report the results of an extensive numerical testing for the resulting Truncated Newton method, on a selection of large scale unconstrained test problems. We show that the approach we propose in this paper is reliable and enables a significant reduction of the number of the inner iterations, in solving both convex and nonconvex problems.
Iterative matrix decomposition and the new preconditioner
In this section we consider a general symmetric linear system, which is solved by using a Krylov subspace method. We describe the conditions which should be satisfied by the Krylov subspace method, in order to iteratively obtaining a decomposition of the system matrix, for constructing the preconditioner we propose. To this aim, consider the indefinite linear system
where A ∈ IR n×n is symmetric and nonsingular, n is large and b ∈ IR n , and consider any Krylov subspace methods for the solution of such a system (see, e.g. [10] ). Krylov subspace methods are extensively used for the iterative solution of linear systems. The Lanczos method and the Conjugate Gradient method are among the most popular. They are equivalent as long as the matrix A is positive definite, whereas the Conjugate Gradient, though cheaper, does not cope with the indefinite case.
Our aim is to focus on those Krylov subspace methods which enable to iteratively construct a preconditioner to be used in the solution of the system (2.1). The next Assumption 2.1 summarizes the least requirements for the Krylov subspace method we adopt. Suppose to perform a finite number of iterations, say h ≪ n, of an iterative Krylov subspace method. Assumption 2.1 At the step h ≥ 1 of the Krylov method the matrices R h , T h , L h and B h are generated, such that
3)
where
T h is symmetric tridiagonal and irreducible, L h is lower triangular with a "simple pattern" for its entries, B h is a non-singular block diagonal matrix whose inverse is "easy-to-compute".
On the basis of the latter assumption, we can now define the preconditioning matrix and show its properties. First we observe that, since T h is symmetric and irreducible, the orthogonal matrix W h ∈ IR h×h exists such that
Then, we can define the matrix |D h | = diag 1≤i≤h {|d i |} and, accordingly, the matrix
Let us now introduce the following matrix
where R h and T h satisfy relation (2.2).
Theorem 2.1 Consider any Krylov subspace method to solve (2.1) and suppose it performs a number h ≪ n of iterations, and that Assumption 2.1 holds. Then we have:
a) M h is symmetric and nonsingular;
c) M h is positive definite and its spectrum Λ(M h ) is given by
where Λ(I n−h ) is the set of the n − h unit eigenvalues of the identity matrix I n−h ;
) and contains at least h eigenvalues in the set {−1, +1}.
Proof: As regards a), the symmetry trivially follows from the symmetry of T h . Moreover, since A in (2.1) is symmetric, the matrix R n,h exists such that R T n,h R n,h = I n−h and the columns of the matrix [R h . . . R n,h ] are an orthogonal basis of IR n . Thus, for any v ∈ IR n we can write
if and only of (v T 1 v T 2 ) T = 0, since from Assumption 2.1 the matrix |T h | is nonsingular.
As regards b), recalling that R T h R h = I and |T h | is nonsingular from Assumption 2.1, a direct computation yields the result.
As concerns item c), since I − R h R T h = R n,h R T n,h , we can write
which gives the results, since T h is irreducible and thus |T h | is positive definite.
Item d) may be proved by considering that the matrices M 
,
and from (2.2) we obtain
which proves that at least h eigenvalues of M
are in the set {−1, +1} and this completes the proof.
Our aim is to use the matrix M h , with h ≪ n, as preconditioner, as we will describe in the sequel, in order to use information gathered during the iteration of the Krylov subspace method. Note that this is not the first attempt in literature to use a preconditioner of this form. In fact, a similar approach has been considered in the context of GMRES methods (see [4, 1, 14] ). However, it is very important to note that GMRES information is given in the form of Hessenberg decomposition of the matrix A, and not as a tridiagonal one, as in our approach. However, the main distinguishing feature of the approach we propose consists of the choice of the particular Krylov subspace method we adopt. Indeed our choice allows us to construct and use the preconditioner without storing any n×n matrix and without any explicit matrix inversion. In particular, as described in Section 3, to perform the preconditioned method it will suffice to store h ≪ n n-dimensional vectors, the diagonal elements of a h×h diagonal matrix and the subdiagonal elements of a lower bidiagonal h × h matrix. All the entries are available as by product from the iterates of the Krylov method. In the next section we will describe the method we chose to adopt.
Computing the new preconditioner via the Planar-CG algorithm FLR
The Krylov subspace method we propose to use in this paper is the Conjugate Gradient-type method FLR introduced in [7] . Unlike the Conjugate Gradient, it copes with the indefinite case too. It is an iterative method for solving indefinite linear systems, and is a modification of the standard CG algorithm [13] . Now we report a scheme of this method.
Algorithm FLR
Step 1 : k = 1, s 1 = 0, r 1 = b. If r 1 = 0 then STOP, else compute p 1 = r 1 .
Step
Set k = k + 1 and go to
Step k.
-
Step k B (planar CG step) : If k = 1 then compute the vector q k = Ap k , else compute the vector
Set k = k + 2 and go to
Further details on the FLR algorithm can be found in [7, 6] ; here we simply consider some relevant results, which are used in order to obtain relations (2.2)-(2.3). First observe that as long as at
Step k the planar CG Step k B is not performed, the FLR algorithm reduces to the standard CG and hence, at Step k A the algorithm detects the solution of (2.1) along the conjugate direction p k . On the contrary, if a pivot breakdown occurs at Step k (i.e. p T k Ap k ≈ 0), the FLR algorithm generates another direction at Step k B (namely q k ). Then, it performs a search for the system solution on the 2-dimensional linear manifold s k + span{p k , q k }, and generates the new point s k+2 . In addition it can be easily proved (see [7] ) that, if the indefinite matrix A is nonsingular and at Step k we have r k = 0, then the FLR algorithm can always perform either Step k A or Step k B . As concerns the assessment of the parameter ǫ k at the Step k, some proposals where considered in [8, 9] , in order to avoid possible instabilities.
For sake of completeness, now we report the tridiagonalization procedure proposed in the paper [9] , which will be at the basis of the construction of the matrices R h , T h and B h mentioned in the Assumption 2.1.
Let us consider the Algorithm FLR at a generic Step k and let us introduce the following notation: if at Step k of the FLR algorithm the condition |p T k Ap k | ≥ ǫ k p k 2 is satisfied, then we set w k = p k (standard CG step); otherwise we set w k = p k and w k+1 = q k (planar CG step). According with the latter positions, the sequence {w i } represents the sequence of directions generated by the Algorithms FLR which contains, at most, pairs of consecutive non-conjugate directions.
As regards the sequence {r i } of the residuals generated by the algorithm FLR up to Step k, if a planar CG Step k B occurs, we have two directions (w k and w k+1 ) and only one residual r k . To overcome this drawback, if the Step k is the planar Step k B , we introduce a "dummy" residual r k+1 , which completes the sequence of orthogonal vectors {r 1 , . . . , r k , r k+1 } [2, 5] . The possible choices for r k+1 in order to satisfy the conditions r k+1 ∈ K k (A, r 1 ) and r k+1 ∈ K k−1 (A, r 1 ) and to preserve the orthogonality conditions r T k+1 p k = r T k+1 r k are:
Therefore, after h ≤ n steps of the FLR algorithm the following matrices can be defined:
In the remainder of this section we give evidence that the Algorithm FLR can also provide the matrices L h and B h mentioned in the Assumption 2.1, such that (2.2) and (2.3) hold. To this aim we report the statement of Theorem 2.1 in [9] . Theorem 3.1 Consider the FLR algorithm where A is symmetric, indefinite and nonsingular. Suppose ǫ k > 0 and let r i = 0, i ≤ h. Assume the only one planar CG step performed by the FLR algorithm is Step k B < h. Then the following relations hold:
The coefficients ξ k and ξ k+1 are independent arbitrary non-zero parameters, andᾱ i , i = 1, . . . , 5, have the following values:
Finally, T h is an irreducible symmetric tridiagonal matrix defined by
wherel h+1,h and t h+1,h are the element (h + 1, h) of the matrix L h+1 and T h+1 , respectively.
Moreover, since bothL h andL h are nonsingular from Theorem 3.1 the following result can be obtained (see [9] ). Proposition 3.2 Consider the FLR algorithm where ǫ k > 0 and let r i = 0, i ≤ h. Suppose the only one planar CG step performed by the FLR Algorithm is Step k B < h. Then, the nonsingular matrix Q h ∈ IR h×h exists such that
10)
(3.12)
Hence, by (3.9) and (3.10) we obtain 13) and iterating (3.10) in case many planar CG steps are performed, it can be proved that the matrix B h is nonsingular, indefinite and 2 × 2 block diagonal. Relation (3.13) proves that the FLR Algorithm allows to construct matrices satisfying relation (2.3) of Assumption 2.1. On the other hand, considering the orthogonality conditions of the residuals, relation (3.4) immediately yields (2.2).
Therefore the application of Theorem 3.1 and Proposition 3.2 shows that by means of the Algorithm FLR the matrices R h , T h , L h satisfying Assumption 2.1 can be iteratively constructed. Therefore we are now able to build the preconditioner defined in (2.4). In fact, the orthogonal matrix W exists such that B h = W DW T , where D = diag 1≤i≤h {µ i }, and µ i is the i-th nonzero eigenvalue 1 of matrix B h , and from the latter consideration and relation (3.13) we can build the matrices |D|, |B h | and |T h | such that 14) which can be used to construct the preconditioner M h in (2.4). Moreover, from relations (2.4), (3.2) and (3.13), we obtain
It is fundamental to notice that the construction of the preconditioner by the Algorithm FLR does not require any matrix inversion (apart from |B h | −1 which is a 2×2 block diagonal matrix). In particular, relation (3.16) reveals that the storage of the matrices P h (in place of the matrix R h ) and L h suffices to compute the preconditioned residual M −1 h r k . Finally, observe that P h should be fully stored, howeverL h is sparse and has the very simple structure in (3.5 ).
An alternative way to construct the preconditioner could be based on the use of the Lanczos algorithm. It is well known that, in the positive definite case, the standard CG and the Lanczos methods are equivalent (see, e.g., [22] ). Moreover, as regards the Assumption 2.1, at step h, the Lanczos method provides the matrices R h and T h such that the equality (2.2) holds. Indeed it suffices to take as matrix R h the matrix whose columns are the Lanczos vectors u i , i = 1, . . . , h, i.e. the matrix U h = (u 1 · · · u h ). Moreover if we denote by T (L) h the tridiagonal matrix generated by the Lanczos algorithm, if A is positive definite, the matrix T (L) h is positive definite too and can be stably decomposed in the form (2.3), where L h is a unit lower bidiagonal matrix and B h is simply diagonal. Moreover the Lanczos algorithm can be used also in dealing with the indefinite case, thus overcoming the drawback of the standard CG due to possible pivot breakdown. Moreover, the relations between standard CG and Lanczos algorithm in the definite case are well known (see. e.g. [22] ). The correspondence between the planar-CG FLR method and the Lanczos method in the indefinite case has been studied in [8] (see, in particular Theorem 4.3 in [8] ). Now we show how the Lanczos algorithm can be used to determine the matrix M h in (2.4). However, at the same time here we show that the Algorithm FLR should be preferred not only for its competitive computational burden, but also because it yields formulae (3.15)-(3.16) which avoid the computation of the inverse of a tridiagonal matrix. In fact, the construction of the matrix (2.4) via the Lanczos algorithm, can be immediately derived similarly to the description in [1, 14] , as a particular case of the Arnoldi decomposition used therein, i.e. it results
Here, the tridiagonal matrix T (L) h is defined analogously to |T h | in (2.4) . Moreover,
Thus, M h may be obtained either by the Algorithm FLR or the Lanczos algorithm, without formally modifying its expression in (2.4). However, the implementation of the preconditioned iterative method in hand, for solving system (2.1), claims for an efficient computation, at each iteration i, of the preconditioned residual, i.e. of the product M 
Iterative matrix decomposition for preconditioned CG
In this section we analyze some properties of the preconditioned CG algorithm. We aim at carrying out formulae similar to (3.2)-(3.4) of Section 3, which were obtained with the unpreconditioned CG algorithm FLR. For sake of completeness, we now report the scheme of the algorithm Prec-CG which is a standard preconditioned CG scheme. Our aim is to obtain suitable formulae in order to exploit a decomposition of the matrix A.
Algorithm Prec-CG
Set k = k + 1 and go to Step k.
With a similar computation which yielded the results in Theorem 3.1, we have the following result concerning the Algorithm Prec-CG.
Theorem 4.1 Consider the Algorithm Prec-CG where A is symmetric and positive definite. Suppose r i = 0, i ≤ h + 1. Suppose the preconditioner M is given, where M is symmetric positive definite. Then, the following relations hold:
6)
and C h = {c h i,j } is given by
with γ i = − z i+1 / z i . Finally,T h is an irreducible symmetric tridiagonal matrix defined bỹ
Proof: Relation (4.1) follows observing that by the preconditioned CG we have
Similarly, if z h+1 = 0 we obtain
hD h . On the other hand, if z h+1 = 0, the latter relation yields
h+1D h , where
Thus, (4.2) holds with l h+1,h = − z h+1 / z h and
Finally, after some manipulations from (4.7) it follows
Then, by multiplying relation
h+1D h by the nonsingular matrix [L (2) h+1 ] T , and recalling relations (4.1) and (4.9) we obtain (4.3). Now, we consider a preconditioned version of the algorithm FLR planar CG algorithm. We soon realize that, unfortunately, in this case the full storage of the preconditioner is required. Indeed, unlike the coefficients in the Algorithm Prec-CG, in a preconditioned version of the Algorithm FLR, the coefficients 'b k−1 ' and 'b k−2 ' at Step k B still depend on the preconditioner, which implies that a preconditioned Algorithm FLR may be hardly obtained for large scale problems. This implies that the Algorithm FLR may be used only for building and providing the preconditioner, as described previously.
Preconditioning Truncated Newton methods
In the previous sections we described how to iteratively construct a preconditioner. Even if this preconditioner can be exploited in different contexts involving the solution of large scale linear systems, our main interest is to fruitfully use it within the framework of Truncated Newton methods, for large scale optimization. Of course, both unconstrained and constrained nonlinear optimization problems are of interest. Here we investigate the use of the preconditioner within Truncated Newton methods for unconstrained optimization, namely for solving the problem
where f : IR n → IR is a twice continuously differentiable function and n is large. In particular we aim at defining some preconditioning strategies based on the preconditioner we introduced in the previous sections, which lead an improvement of the overall efficiency of the method.
The structure of any Truncated Newton method for unconstrained optimization is well known (see e.g. [18] ). It is based on two nested loops: the iterations of the Newton method (outer iterations) and the iterations of the solvers used, at each outer iteration j, to approximately solving the Newton system (inner iterations)
where H j = ∇ 2 f (x j ) and g j = ∇f (x j ). Thus, since a sequence of linear systems must be solved, in many cases, it is crucial to have at one's disposal a preconditioning strategy, which should enable a considerable computational saving in terms of number of inner iterations. This motives the fact that to define general purpose preconditioning strategies within Truncated Newton methods is usually still considered one the main issues which is worthwhile investigating, especially in dealing with large scale problems. As well known, the main difficulty in this context relies on the fact that, in the large scale setting, the Hessian matrix can not be stored or handled. Hence, any Truncated Newton implementation gains information on the Hessian matrix by means of a routine, which provides the product of the Hessian matrix times a vector. This prevents from using any preconditioner based on the knowledge of the actual elements of the Hessian matrix. Unfortunately, few preconditioners have been proposed up to now which do not require the full Hessian matrix. The first proposal of such a preconditioner is in [17] , where a diagonal scaling which uses a diagonal approximation of the Hessian obtained by means of BFGS updating is introduced. Afterwards, in [15, 16] an automatic preconditioning based on m-step limited memory quasi-Newton updating has been proposed without requiring the knowledge of the Hessian matrix. More recently, a preconditioning strategy based on a diagonal scaling, which only gains the information of the Hessian matrix by means of the product of the Hessian times a vector has been proposed in [21] . The other preconditioners up to now proposed, usually require the knowledge of the entries of the Hessian matrix and hence are not suited to be used in large scale setting.
The preconditioner we defined in Section 2, actually is generated during the iterations of the solver, gaining the information on the Hessian matrix as by product of the iterates of the method. Moreover, as already noticed in Section 3, its application does not require to store any n × n matrix.
Our preconditioning strategy
The strategy we adopt in solving the sequence of the linear systems (5.1) is based on an adaptive rule for deciding when the application of the preconditioner is fruitful, that is the preconditioned method should be effective, or not. In fact, it is well known that the effectiveness of a preconditioner is problem dependent. Hence, whenever the application of a preconditioner is expected to led to a worsening of the performance, it should be desirable to use an unpreconditioned method. Of course, the key point is how to formulate an adaptive rule for deciding that. The adaptive scheme we adopt at each outer iteration can be summarized as follows:
1. Perform a number h ≤ 10 of iterations of the unpreconditioned algorithm FLR and store P h ,L h and B h .
2. Restart the CG iterations and perform h iterations of the preconditioned CG method.
3. On the basis of the information gained decide how to proceed:
-if the preconditioner should be used, continue the preconditioned CG iterations,
-otherwise continue the unpreconditioned iterates.
Observe that, if during the first h iterations of the algorithm FLR at point 1 the termination criterion is satisfied before performing h iterations, of course the inner iterations are stopped and no preconditioner is considered. Analogously, while performing the preconditioned CG iterates at point 2, if the termination criterion is satisfied before performing h iterations, the inner iterates are stopped. Whenever the selection rule indicates to proceed with the unpreconditioned iterates, the standard unpreconditioned CG method FLR is simply continued until a termination criterion is satisfied. Otherwise, the standard preconditioned CG algorithm is used. Note that the planar CG algorithm FLR can not be preconditioned since a preconditioned version of this algorithm would need the storage of the full matrix M h . This is due to the fact that in the Step k B of the FLR algorithm, the coefficients b k−1 and b k−2 depend on M h . Remark 5.1 One of the most relevant point of such a strategy is the fact that, at the j-th outer iteration (i.e. when we are solving the j-th system of the sequence (5.1)) the preconditioner is computed on the basis of the information on the actual Hessian matrix H j . On the opposite, the strategies usually adopted (see, e.g. [15] ) compute the preconditioner, to be used in the j-th outer iteration, during the inner CG iterations used at the previous outer iteration. This means that the preconditioner is computed on the basis of H j−1 , that is on the Hessian matrix at the previous outer iteration and in general, this could be a serious drawback in case the Hessian matrix should drastically change from x j−1 to x j .
The search direction
In this section we describe how the search direction is computed at each outer iteration of the Truncated Newton method. We refer to the application of the algorithm Prec-CG to solve the Newton system (5.1), assuming that the preconditioner M h was already been computed after h planar CG iterates (of course this also applies to the case when unpreconditioned CG is used, setting M h = I). We recall that we are dealing with the indefinite case, so that particular safeguard is needed in computing the search direction whenever a negative curvature is encountered, namely a direction p such that p T H j p < 0. Getting our inspiration from the strategy proposed in [12] , we do not terminate the CG inner iterations whenever a negative curvature direction is encountered, provided that |p
where ǫ > 0 is a suitable parameter. Observe that, if p T k H j p k < 0 for some k, the approximate solution s k+1 generated at the kth CG iteration, could be no longer a descent direction for the quadratic model
To overcome this drawback, which arises in dealing with nonconvex problems, we proceed as follows. Let us consider a generic k-th iteration of the preconditioned CG, and define the following index sets
|C| is the cardinality of the set C) and the following vectors
The direction s P k can be viewed as the minimizer of Q j (s) over the (positive) subspace generated by the vectors p i with i ∈ I + k , and s N k is a negative curvature direction. Then, at each preconditioned CG iterate we define the vector s k = s P k + s N k . With this choice we guarantee the monotonic decrease of {Q j (s k )} as k increase. In fact the following result holds.
Proposition 5.1 Suppose that the preconditioned CG algorithm (Prec-CG) is applied for solving the system (5.1). At each iteration k consider the following vector
Then the sequence {Q j (s k )} k=1,2,... is strictly decreasing, i.e.
Proof: By definition, we have
Now, using the fact that r 1 = −g j and r T 1 p k = r T k M −1 r k we obtain
The property stated in Proposition 5.1 plays a fundamental rule concerning the choice of the stopping criterion for the preconditioned CG iterates. In fact, this property allows us to use, also in the preconditioned CG iterates, the standard stopping rule based on the comparison of the reduction in the quadratic model with the average reduction per iteration [19] . Therefore, at the outer iteration j, the inner preconditioned CG iterations are terminated whenever
where α is a suited parameter. Observe that setting M h = I, i.e. in the unpreconditioned case, s k coincides with the choice of the Newton-type direction in [12] . Note that Proposition 5.1, ensuring the monotonic decrease of the quadratic model, enables to extend the use of the stopping criterion (5.2) to the nonconvex cases. Hence, criterion (5.2) may be fruitfully used alternatively to the residual-based standard criterion r j / g j ≤ η j , where η j → 0 as j → ∞.
Preconditioned Newton step
Now we aim at proving that the application of the preconditioner defined in Section 3 leads to an interesting property. In the following proposition, we prove that one iteration of the preconditioned CG improves the quadratic model not less than h iterations of the algorithm FLR. For sake of simplicity we assume that no planar steps are performed in the h unpreconditioned iterations needed for computing the preconditioner.
Proposition 5.2 Let M h be the preconditioner in (2.4), computed after h iterations of the FLR algorithm where no planar steps are performed. Let p 1 , . . . , p h the CG directions generated, with p T ℓ H j p m = 0, 1 ≤ ℓ = m ≤ h, and p 1 = −g j . Consider the vectors
Proof: From the definition of M −1 h , we have
3)
The latter relation proves that ifã 1 = 1, the directions s h and s P R 2 coincide. Now, by definition we have
Moreover, from (5.3)
thus, we have also
From (5.4) and (5.5), considering that
we easily obtain
or equivalently
To prove the latter relation we separately consider two cases: the case h i=1 a i r i 2 > 0 and the case h i=1 a i r i 2 < 0. In the first case the relation (5.7) holds if and only if
or equivalently if and only if
and the latter inequality holds since
In the second case the relation (5.7) is equivalent to
which holds since
This proves that
Numerical Results
In this section we report the results of a preliminar numerical investigation obtained by embedding the new preconditioner in a linesearch based Truncated Newton method for unconstrained optimization. In particular, we performed a standard implementation of a Truncated Newton method which uses the planar CG algorithm FLR as a tool for constructing the preconditioner. Then the standard preconditioned CG algorithm is used as preconditioned scheme for the inner iteration. The aim of our numerical investigation is, firstly, to assess if the preconditioning strategy proposed is reliable. The key point is to check if the use of the preconditioner leads to a computational savings in terms of overall inner iterations, with respect to the unpreconditioned case. Therefore, to this aim, in this preliminary testing we do not use any adaptive criterion for choosing if the preconditioner should be used or not at each outer iteration of the method. We simply always use the preconditioned CG for solving the sequence of Newton systems (5.1) whenever the preconditioner has been computed. We recall that the preconditioner is computed whenever at least h iterations of the unpreconditioned FLR algorithm have been performed.
As regards the test problems, we used all the unconstrained large problems contained in the CUTEr collection [11] . All the algorithms were coded in FORTRAN 90 compiled under Compaq Visual Fortran 6.6. All the runs were performed on a PC Pentium 4 -3.2GHz with 1Gb RAM. The results are reported in terms of number of iterations, number of function evaluations, number of CG-inner iterations and CPU time needed to solve each problem. In Tables 6.1, 6.2 and 6.3 we report the complete results for the unpreconditioned Truncated Newton method. In Tables 6.4, 6.5 and 6.6 we report the complete results for the preconditioned version of the same algorithm. As regards the parameter h, we tried different values ranging from 5 to 10 and h = 7 is a value which seems to be a good trade-off between the computational burden required to compute the preconditioner and its effectiveness.
By comparing these results obtained by means of the preconditioned algorithm with respect to those obtained without using any preconditioner, it is very clear that in most cases the use of the preconditioner is beneficial, since it enables a significant reduction of the inner iterations needed to solve the problems. In particular, in terms of number of inner iterations, on 36 test problems the preconditioned algorithm performs better than the unpreconditioned one, and only on 10 problems it performs worse. On the remaining test problems the two algorithms led to the same results or (on 8 problems) they converge to different minimizers.
The performances of the two algorithms, in terms of number of inner iterations, are also compared by means of the performance profiles [3] . In particular, in Figure 6 .1 we drew the performance profiles relative to the results reported in the previous tables. Also from these figures it is clear that the preconditioned algorithm performs the best in terms of number of inner iterations. However, it is important to note that the preconditioned algorithm leads to 6 additional failures with respect to the unpreconditioned one, due to an excessive number of outer iterations (> 10000) of CPU time (> 900 seconds). This evidences the fact that, in some cases, the application of the preconditioner is not beneficial and even leads to a severe worsening. Hence the necessity to define an adaptive criterion which enables to assess whenever it is fruitful to use the preconditioner or not.
Conclusions
In this paper we propose a new preconditioning technique for efficiently solving symmetric indefinite linear systems arising in large scale optimization, within the framework of Newton-type methods. Krylov subspace methods are considered for the iterative solution of the linear systems, and the construction of the preconditioner is obtained as by product of the Krylov methods iterates. In fact, the preconditioner is built by means of an iterative matrix decomposition of the system matrix, without requiring to store or handle the system matrix. The only information on this matrix is gained by means of a routine which computes the product of the matrix times a vector. The use of a planar version of the Conjugate Gradient algorithm also enables to tackle indefinite linear systems arising from nonconvex optimization problems. In order to assess if the preconditioning strategy proposed is reliable, we embed it within a linesearch based Truncated Newton method for unconstrained optimization. The results obtained showed that the proposed strategy is efficient, enabling a significant computational saving in terms of number of inner iterations need to solve the problems. Unfortunately, few additional failures are obtained by using the preconditioned algorithm. This should be due to the necessity of an adaptive criterion, which enables to decide whenever the preconditioner is beneficial and hence worthwhile to be applied or not. This will be the subject of future work. Table 6 .4: The results for the preconditioned Truncated Newton method. Part A
