We give a formal speci cation of Byrd's box model. This speci cation is based on a on a Prolog operational semantics with continuations. We also show how this speci cation can be executed by a direct translation into Prolog, leading to a Prolog interpreter that produces execution traces. This interpreter can be used both to experiment various trace models to validate them. We have hence a formal framework to specify and prototype trace models.
Introduction
The basic model for tracing Prolog executions is Byrd's box model, described in a rather informal way in 3]. As detailed in 12], Prolog debugging systems have quite di erent interpretations of what Byrd's box model is. It is not always clear whether theses di erences come from a misinterpretation of the original model or from a will to improve it. In this article we propose a formal speci cation of Byrd's box model. One can conjecture that a formal speci cation would avoid misinterpretations. Indeed, people would have the formal framework to prove that their model conforms to the speci cation. Furthermore, people enhancing the model would then be able to state precisely what the enhancements are.
Byrd's box model is often judged too low-level and it is sometimes stated that it should not be used in debuggers. Whether Byrd's trace is a proper output format for an end-user may indeed be discussed. A trace, however, can be the basis of automated tools, as we have shown for debugging 5] or monitoring 7] . In general, automated dynamic analysis needs an execution model to be based upon and Byrd's box model is a good candidate for Prolog. Tobermann and Beckstein 12] have already proposed a formal speci cation for Byrd's box model based on directed graphs. Their speci cation, however, is heavy and it is not clear how it is related to the Prolog operational semantics. Our formal speci cation of Byrd's box model is based on a Prolog operational semantics with continuations given by Brisset and Ridoux in 2] . This semantics is a reformulation of the semantics given in 10] by Nicholson and Foo. It is simple and concise, furthermore it captures very elegantly the behavior of the cut predicate (`!'). We instrument this semantics in such a way that it speci es how to compute query answers as well as the Byrd execution traces associated to them. Another advantage of this semantics is that it can be directly translated into a Prolog program which leads to a Prolog interpreter. Whereas this interpreter is not an e cient implementation of a trace generator, it is a very convenient way to validate the formal speci cation in a pragmatic basis. One can test the speci cation on simple Prolog programs to convince oneself that the generated trace is indeed what one would expect.
The contribution of this article is to give a formal speci cation of Byrd's box model. We also show how to translate the speci cation into Prolog, which lets one easily prototype trace models. Section 2 presents the operational semantics for Prolog that we use in Section 3 to formally specify Byrd's box model. In Section 4, we show how to translate the speci cation into Prolog. We discuss further work and conclude in Section 5.
An operational continuation semantics for Prolog
Since a trace should re ect as much as possible the program execution, relying on an (existing) operational semantics to specify a trace seems natural. Pettorossi and Proietti 11] proposed an operational semantics for Prolog, but it does not take the cut into account. The one proposed by Debray and Mishra 4] does handle the cut, but is quite unpractical. Nicholson and Foo de ne in 10] a continuation-based semantics for Prolog which captures very elegantly the cut behavior. In order to de ne an operational semantics for Prolog, Brisset and Ridoux reformulated it in 2]. We chose to use the Prolog part of this reformulation as a basis to specify our trace model because it is simple and concise. This reformulation does not explicitly handle substitutions, but it is not essential here since we are especially concerned with the control ow and not the data ow. In the following, we brie y describe this semantics; more detailed descriptions can be found in 2] and 10]. Figure 1 describes this operational semantics. We suppose that all the predicates are of arity 1; this is not a restriction as the di erent Prolog constructs can be used to deal with greater arities. We note`pred(P)' the set of predicates de ned in the program P and`clauses(p, P)' the set of clauses de ning the predicate p in the programme P. is constructed by the cons of the initial success continuation (yes(X ). ). The cut failure continuation is not used in Equation 6 ; indeed, since the scope of a cut is local to a predicate, and thus it is not needed to solve a goal. The use of -variables, as for example 0 , in the translation of the second conjunction of goals in Equation 8 , is a way to denote values of parameters which are not known yet. Those abstractions will be instantiated when available by applying them to some value.
Note that contrary to usage, we write all terms in -expanded form, e.g., 0 :(S g P: G] ] 0 ) instead of (S g P: G] ] ). The reasons are multiple: using -reduced form worries beginners who could believe that an argument is missing; the feasibility of -reduction depends too much on a smart choice of parameter ordering; the di erent variants of the operational semantics that we propose are not equally -reductible; and nally, adopting an -expanded form makes the presentation more homogeneous.
3 A formal speci cation of Byrd's box model Our speci cation is based on the semantics presented in Section 2. As a matter of fact, to fully specify the Byrd's box model, we only need to modify Equations 6 and 7 by instrumenting it with execution events: by replacing Equations 6 and 7 by Equations 6' and 7', we obtain a set of equations of Figure 2 that fully speci es Byrd's box model. A call event is inserted just before the code that implements its resolution, i.e., before each goal invocation. If the goal succeeds, its success continuation is executed; so the exit event actually models predicate exits. When another solution for a goal is requested on backtracking, the execution search for another matching clause through the failure continuation that is passed as argument of the success continuation; hence the redo event. when the goal fails, its failure continuation is executed; hence the fail event just before it.
Note also that we have chosen here not to generate the redo and fail event for the cut predicate since it clearly succeeds exactly once. It is an extended Prolog operational semantics in the sense that it does not only specify how to compute query answers, but it also speci es the Byrd's model event corresponding to query resolution. This semantics easily maps into any language that is able to manipulateterms. Hence, we can animate this formal speci cation to see if it corresponds to the informal speci cation of Byrd 3] . We translate it into Prolog 1,9] because it is a logical programming language that handles -terms. We also nd it well suited for meta-programming, as demonstrated by Miller 8] . In the following, we show how this semantics directly derives into a Prolog program which is a Prolog interpreter that produces the speci ed trace. The translation from Figure 1 Figure 4 shows the trace produced by the evaluation of the program of Figure 3 and the query`query_trace P ] ] p _' by this Prolog program. We can observe that it is the same trace as in the original article of Byrd 3] .
Conclusion and further work
In this article, we have given a formal speci cation of Byrd's box model and we have shown how thi speci cation can be executed by a direct translation into Prolog, leading to a Prolog interpreter that performs execution traces. This interpreter can be used to experiment various trace models and thus to validate them experimentally. Hence we have a formal framework to specify and prototype trace models.
Ducass and Noy show in 6] how to implement an extended Byrd box model by source-to-source transformation and that this method, in terms of e ciency, is comparable with code instrumentation (which is the way tracers are usually implemented). Thus, on one side we have a formal speci cation of a trace model which truly re ects the Prolog operational semantics since it is built on top of it. On the other side, we have an e cient way to implement the speci ed trace model by source transformation on any Prolog system. As 6
