Software testing is particularly expensive in the case of legacy systems involving mainframes. At the same time these systems are critical to many large enterprises and they are perpetually in costly maintenance. For example, even small changes to the system usually lead to an end-to-end regression test. Also, due to the age of legacy systems there is a lack of essential knowledge (e.g. component inter-dependence) and this results in comprehensive system tests that have to be conducted in production environments. This is called the "retest-all" approach and is done to ensure confidence in the functioning of the system. But this approach is also impractical primarily due to: a) resource needs, and b) user stories generated within the agile processes that require changes to the system at an ever-faster pace. The research reported here is aimed at reducing the required regression testing and the costs associated with the system and its assets. The improvements are achieved by identifying only those tests needed by assets changes and others that are 'impacted'. The impact analysis leverages modern static code analysis tools such as Rational Asset Analyzer and dedicated test environments for mainframes. We show that by using impact analysis on a real-world mainframe application the test savings can be about 34%.
Introduction
The legacy systems and mainframes are still being used by many enterprises, but are also constantly changing to meet the evolving needs of modern enterprisees. Typically legacy software goes through evolution activities, which can be divided, into three categories maintenance, modernization, and replacement [3] . Almost immediately after being built the system goes through maintenance activities to keep up with the changing business needs. A modernization effort is then required that represents a greater effort, both in time and functionality, than the maintenance activity. Finally, when the old system can no longer be evolved, it must be replaced. Thus all the mainframe systems that have been modernizing to keep up with needs would immediately benefit from reduced testing costs. Software testing is the most critical and expensive phase of any software development life cycle. According to Rothermel et al., [5] , a product of about 20,000 lines of code requires seven weeks to run all its test cases and costs several hundred thousands of dollars to execute them. Software maintenance activities, on an average, account for as much as two-thirds of the overall software life cycle costs [1]. Among activities performed as part of maintenance, regression testing takes large amounts of time as well as effort, and often accounts for almost half of the software maintenance costs [2] . Regression testing by definition (also referred to as program re-validation) is carried out to ensure that no new errors (called regression errors) have been introduced into previously validated code (i.e., the unmodified parts of the program) [2] . With mainframe systems containing several thousands of programs, usually an endto-end regression test is carried out using test cases from system tests. This black box testing technique is the only practical way of assuring compliance and owing to the lack of knowledge of dependence among components; it is not possible for the system testers to test only the affected components of the system resulting from a change.
There have been many studies to reduce the cost associated with regression testing. [11] . These techniques are useful when there are constraints on the resources available for running an end-to-end regression. Test case prioritization techniques aim at ranking the test cases execution order so as to defect faults early in the system [5] . It provides a way to find more bugs under a given time constraint, and because faults are detected earlier, developers have more time to fix these bugs and adjust the project schedule. Khan et al., in [12] have given comparison of both the techniques and the effect on software testing. Test case prioritization techniques only prioritize the test cases but do not give a subset of cases which would reveal all the faults in the changed system. Test case reduction techniques do give a reduced number of test cases but the coverage of the reduced test cases spans across the entire system including the parts which were not changed. Also these techniques have been proven to reduce the fault detection capacity of the suites [2] . Regression test selection (RTS) techniques select a subset of valid test cases from an initial test suite (T) to test that the affected but unmodified parts of a program continue to work correctly. Use of an effective RTS technique can help reduce the testing costs in environments in which a program undergoes frequent modifications.
Our technique, Impact-Driven Regression Test Selection (ID-RTS) builds on this idea and aims at reducing test costs for mainframe systems and is proposed as a replacement for the retest-all regression tests. The core contribution is a method to ensure that the tests are i.e. the tests selected should reveal all the modifications done to the system, save costs and increase system availability.
The rest of the paper discusses RTS techniques and ID-RTS. Section 2 discusses the different regression test selection techniques. Section 3 of this paper analyzes the structures of the assets and the dependencies among them to determine safe testing needs. Section 4 describes test case selection through impact analysis. Section 5 analyzes the efficiency of the RTS technique using standardized metrics. Section 6 describes an experiment carried out to gauge the savings from using this technique. Section 7 analyzes the results from the experiment and extrapolates savings for a year for an actual enterprise using real data for changes in that period.
