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Abstrakt
Bakalářská práce popisuje tvorbu 2.5D herního enginu určeného pro platformu  Microsoft Silverlight 
3.0 s využitím programovacího jazyka C# pro kód jadra samotního engineu a jazyka XAML pro 
tvorbu uživatelského rozhraní. V první kapitole je úvod do světa herních enginu, dále jsou 
vzpomenuty cíle této práce a motivace. V druhé kapitole následuje představení jednotlivých využitých 
nástrojů a technologií včetně porovnání platformy Microsoft Silverlight s platformou Adobe Flash. 
Třetí kapitola popisuje řešení které existovaly v čase psaní této práce. Čtvrtá kapitola popisuje popis 
herního enginu a návrh jednotlivých částí enginu. Samotný postup tvorby enginu je popsán v páte 
kapitole. Jednotlivé části zahrnují popis herní smyčky a více možností jak ji realizovat, vykreslování 
mapy, herní objekty, jejich hierarchie a jejich využití, spracovaní uživatelských vstupů z klávesnice a 
myši, systém řídící pohyb objektů po mapě, jejich animaci, systém událostí, efekty počasí a pixel 
shader efekty, zvukový systém a nakonec editor map. Šestá kapitola obsahuje výsledky testů a jejich 
vyhodnocení. V závěru práce jsou zhodnoceny výsledky práce a jsou představeny návrhy pro další 
rozšiření. Pŕílohy obsahují detailní popis formátu, v kterém se ukládají mapy, obsah přiloženého CD, 
ukázkový kód v jazyce XAML a v jazyce HLSL. 
Abstract
This bachelor's thesis describes the creation of a 2.5D game engine for Microsoft Silverlight 3.0 
platform using C# programming language and XAML language to create user interface. Used tools 
and existing solutions are introduced in the introductory chapters. In following chapters the design 
and the process of creating the game engine itself is described. In this section multiple design choices 
for parts of game engine are presented, and the chosen ones are described in more detail together with 
justification of these choices. In the last part the outcome of the project is evaluated and ideas for 
further development are presented.  
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1 Introduction
Browser  games  have been on the  rise  in  the  previous  years.  The top game  sites  feature  tens  of 
thousands  browser  games  from  variety  of  genres  and  have  hundreds  of  thousands  daily  users. 
Nowadays web game developers mostly use Adobe Flash as a programming language/platform. But 
in 2007 a new competitor in this field arose - Microsoft Silverlight. It took some time until it became 
mature enough for game development. In 2009 Silverlight 2.0 brought the ability to write code in C# 
language  as  well  as  other  CLR languages  which  made  creation and  porting of  game  engines  to 
Silverlight much easier. However, games based on Silverlight are still in minority when compared to 
Flash. There are only a few open source game engines in Silverlight and most of them are not suitable 
for creation of  2.5D games. 
Use  of  game  engine  greatly  speeds  up  and  simplifies  the  game  development  process,  because 
developers don't have to worry about how tasks such as rendering, animation, effects and other are 
done, they just have to think about how to design their game.
The aim of this bachelor thesis is to develop a game engine and this way contribute to the Silverlight 
game developers community and enable faster creation of 2.5D games based on Microsoft Silverlight. 
This engine is designed with RPG games in mind, but can also be used in other genres such as tower 
defense, adventure, strategy, puzzle games and others.  Secondary goal is to design a simple and easy-
to-use WYSIWIG map editor to further speed up level design. Good performance and stability of this 
engine are one of the key goals. These game engine aspects are considered:
• rendering
• movement and animation
• pathfinding
• sound playback
• map editor
To accomplish these goals a tile-based engine was chosen. This work describes the tools needed,  the 
development process, as well as instructions and typical usage of this engine and the map editor.
Why this topic?
I have always been interested in the process of creating games and I have tried to create a few on my 
own. Since browser games  are usually casual  and do not  need a huge budget  and large team of 
developers, I have always seen them as a way for indie game developers to put their game ideas to 
life. For that to be as simple, fast and painless as possible there is a great need to have the ability to 
just work on how the game should be played and how it should look, rather than how is it rendered 
and how does the animation system work. That's why I think that casual game developers including 
myself will benefit from my work.
Why Silverlight?     
There are many existing game engines created in Adobe Flash and other web-languages like Java, as 
these  have  long  history  of  game  development.  Because  Silverlight  is  fairly  new  and  is  not  as 
widespread as Flash, there are not enough quality solutions for game developers who do not have the 
time or resources required to develop their own engine for their game. That is why I think that my 
work will be valuable for those developers.
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2 Technology and tools description
In this chapter I will present the technologies and tools used in the game engine development process.
First I will describe and compare Adobe Flash platform with Microsoft Silverlight platform. After 
that, a short description for each tool used in this project is provided.
2.1 Silverlight vs. Flash
Microsoft Silverlight
Silverlight is a cross-browser, cross-platform plug-in powered by the .NET framework. Silverlight is 
also a development platform for creating Rich Internet Applications (RIA), media and business 
applications for the Web, desktop and mobile devices. It consists of a runtime which users need to 
display the Silverlight content and set of tools and libraries. Without the runtime only a prompt to 
download the runtime is displayed.  
Silverlight  uses  a  subset  of  the  Common  Language  Runtime  (CLR)  with  core  classes,  garbage 
collector,  just-in-time  (JIT)  compiler,  generics  and  threading.  Silverlight  applications  can  be 
developed using traditional .NET development  tools like Visual Studio (with Silverlight Software 
Development  Kit)  for  code  editing  and  debugging  and  Expression  Blend for  user  interface  (UI) 
design.  Code  can  be  written  in  any  .NET  language  including  C#,  VB  .NET,  IronRuby  and 
IronPython.  Silverlight  features  built-in  set  of  basic  components  and controls  which can used in 
Silverlight applications and additional components are packed into the Silverlight Toolkit. All of the 
components can be restyled with custom visuals to make their looks unique.
The UI for Silverlight can be represented in XAML format which is separate from the C# code. This 
way it is possible for designers to work on the UI while developers work on the code simultaneously. 
Applications are distributed in XAP packages which consist of XAML files and application code. 
With support for vector graphics, audio and video playback, data access, data binding, networking, 
text, animation and layout it is suitable for building a variety of Web-based applications. Silverlight is 
used on many websites for image viewing, media streaming, casual gaming, business applications, 
etc. It can be also used on the desktop using the Out-Of-Browser feature which enables the user to 
install the Silverlight application from web page to his computer. Than every-time the user runs this 
application it connects to the website it was downloaded from to stay up to date.
[1][2]
Supported browsers: 
• Internet Explorer 7/8
• Firefox
• SeaMonkey
• Safari
• Opera(unofficially)
• Google Chrome
Supported operating systems: 
• Windows 7
3
• Windows Vista
• Windows XP SP2/SP3
• Windows 2000 SP4 +
• Windows Server 2008
• Windows Mobile 6/7
• Macintosh OS 10.4.11+
• Linux(through the Moonlight project)
[3]
Adobe Flash
Adobe Flash is a multimedia platform used to create and deliver interactive content  for digital, web 
and mobile platforms. It was developed by Macromedia and introduced in 1996. It has developed 
from an animation tool to an RIA development tool. It is currently the most widespread RIA platform 
on the market. 
Flash is an authoring tool, typically used for creating a variety of rich media applications ranging 
from online games, greeting cards, web pages, video and audio playback to interactive advertisement 
and web pages. It works with both vector and raster graphics, and supports streaming of audio and 
video to and from the plug-in. It uses frame-by-frame animations as well as 'tweens' - Flash's own 
animation method. Code for Flash applications can only be written in it's own scripting programming 
language  called  ActionScript.  Current  version  of  ActionScript(3.0)  supports  object-oriented 
programming paradigm. Flash is tightly integrated with other Adobe products such as Photoshop, 
Illustrator and Fireworks.
Flash applications can be developed using the Adobe Flash Builder or Adobe Flash CS4 Professional 
integrated development environment(IDE).
To display Flash applications user needs the Adobe Flash Player plug-in. It is compatible with most 
common web browsers and a few mobile  phone platforms.  Flash uses .fla  files  when designing, 
editing  and  storing  applications  while  they  are  being  developed.  The  finished  Flash  application 
including code, images, sound and animations  is distributed  in one compressed .swf file which can 
be played in the Adobe Flash Player.
[4]
Feature comparison
From a developers point of view:
Silverlight(3):
+ Time-based animation system
+ Custom fonts using true type font 
+ Components used on the client side can be reused on the server side and vice versa
+ Visual Studio IDE
+ Multithreading
+ Hardware acceleration
+ Multi-Language support- VB, C#, JavaScript, Python, Ruby
+ Out-of-browser support 
- Market penetration
- Limited image, video and audio formats support
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- Limited Linux support (through Mono Moonlight project)
- Lack of support by web game portals and ad-revenue sharing sites
- Opera browser is not officially supported
- No webcam and microphone support
- Complicated deployment
Flash(10):
+ Large user base
+ Large developer base featuring a large number of open source libraries and game engines
+ Webcam and microphone support
+ Market penetration
+ Supports Linux 
+ Easy deployment
+ Supports variety of image and video formats
+ the Flash CS4 IDE features tools for graphics and animation creation
- Search engine compatibility
- Computer requirements
- Testing and debugging is complicated
[4][5]
Silverlight limitations
Silverlight  does  not  use  the  full  trigger  system  as  Windows  Presentation  Foundation(WPF) 
applications do. It only supports event triggers but not property and data triggers. This is something 
that WPF developers are not used to and have to work around.
Mouse movement event arguments do not contain the state of mouse buttons, so to know their state, it 
is necessary to attach to MouseButtonDown, MouseButtonUp and FocusLost events to track and store 
states of the buttons. 
Silverlight  containers  like  ScrollViewer  do  not  support  automatic  scrolling  when  the  content  is 
changed and the developer needs to work around this.
The hardware acceleration is limited only to certain operations like RenderTransform, Clip, Opacity, 
Visibility and Cache. When other operations like Effects, Opacity masks and Non-Rectangular clips 
need to be performed, Silverlight falls back to use the CPU to do them. WriteableBitmap which is 
heavily utilized in this work cannot be hardware accelerated as it goes through its own rendering 
pipeline. Also hardware acceleration has to be manually set  on the page where the Silverlight content 
is displayed. The operating system support for hardware acceleration is limited to Windows 7, Vista 
and XP. Silverlight applications in windowless mode are not accelerated. 
[6]
2.2 XAML
XAML  is  a  declarative  XML-based  language  created  by  Microsoft.  It  is  used  for  describing 
application  user  interfaces,  documents,  and  media  content  on  Windows  Presentation  Foundation 
(WPF), Silverlight, and Windows Workflow Foundation (WF) platforms. Silverlight uses a subset of 
5
WPF XAML features to promote migration between them. From XAML, objects can be initialized, 
their properties set and events attached. Resources, styles and templates for the application can also 
be declared using XAML. XAML was designed to promote separated workflow of developers and 
designers. XAML files can be edited in Visual Studio and Expression Blend. 
In this project XAML has been used for the user interface design, using Expression Blend. 
[6]
2.3 C#
C# is  an  object-oriented  and  type-safe programming  language  developed by Microsoft  and  it  is 
standardized  by ECMA International as the ECMA-334 standard and by ISO/IEC as the ISO/IEC 
23270 standard.  It is used to develop applications using the .NET framework. In C# developer can 
write traditional Windows, Silverlight, database, web applications and more.  C# features automatic 
memory management and garbage collection, exception-handling, unified type system and versioning 
support. It is supported as programming language for Silverlight from version 2.0.  
Its syntax is close to languages like C, C++ and Java and migration from these languages is fairly 
easy.  It  is  not  only  an  object-oriented  language  supporting  encapsulation,  inheritance  and 
polymorphism, it also promotes component-oriented programming, components being self-describing 
packages of functionality.
From version 3.0 it also includes Language Integrated Query(LINQ) capabilities which enables SQL-
like querys to be used in C# programs on local collections, remote databases and XML. They can be 
dynamically composited and also checked at compile time and executed locally or remotely.
[6][7]
2.4 WriteableBitmapEx 
The  WriteableBitmapEx  library  is  a  collection  of  extension  methods  for  Silverlight's  built-in 
WriteableBitmap class with support for the desktop and also Windows Phone Silverlight. The library 
extends  the  WriteableBitmap  class  with  basic  2D  drawing  functionality  like  drawing  shapes  to 
bitmaps,  transformations,  methods for conversion and cloning and copying,  and blit  functions to 
combine  WriteableBitmaps.  The  advantage  over  the  built-in  Shape  class  in  Silverlight  is  that 
WriteableBitmap with this extension performs much faster.
These features from the WriteableBitmapEx library are utilized in my work:
• Support for the Color structure
• SetPixel method 
• Fast Clear
• Clone method 
• Blitting using different blend modes
[8]
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2.5 Microsoft Visual Studio 2008
Microsoft Visual Studio is an Integrated Development Environment (IDE) developed by Microsoft. 
Working with Visual Studio enables the developer to create applications using the .NET Framework, 
Windows Presentation Foundation (WPF), Windows Communication Foundation (WCF), Windows 
Workflow Foundation, Silverlight, Windows Forms, ASP.NET, XAML and LINQ. Its code editor 
supports syntax highlighting and code autocompletion tool called IntelliSense, which significantly 
speeds up writing code. It also supports code refactoring and has an integrated debugger which can be 
used for debugging Silverlight applications with the Silverlight SDK. It also features plenty of other 
designers and editors such as XAML designer, Web Page designer, Forms designer, etc.
License for the Visual Studio 2008 Professional Edition used in this project was obtained through the 
MSDN Academic Alliance.
[6]
2.6 Microsoft Expression Blend 3.0
Microsoft  Expression  Blend 3  is  a  design  tool  developed by Microsoft  to  create  graphical  user 
interfaces  for  desktop  Windows  applications  using  the  .NET  Framework,  or  for  the  web  with 
Silverlight. NET Framework 3.0 is required to run Expression Blend 3. Expression  Blend is part of 
the  Microsoft  Expression  Studio  3  suite.  XAML  is  used  as  a  communication  format  between 
Expression Blend and Visual Studio separating the code from design. 
Expression Blend 3 features SketchFlow – a tool  used for rapid prototyping,  IntelliSense – code 
autocompletion tool,  and has the ability to import Adobe Photoshop and Adobe Illustrator files. It is 
also possible to create control templates from artwork,  re-style existing Silverlight controls or create 
new ones using Expression Blend. From version 3 Blend also supports WPF and Silverlight graphics 
effects.  Visual  state manager is  used to create and edit  states and state transitions for Silverlight 
controls. Behaviors are used to add interactivity without having to write any code. Also, data binding 
can be set up using drag and drop.
Expression Blend has been used to create the user interface for the engine presentation and the map 
editor. 
[14][15]
2.7 Silverlight 3 Tools for Visual Studio
Silverlight Tools is an add-on for Visual Studio 2008 which provides tools for Microsoft Silverlight 3 
development using C# or Visual Basic. It is necessary for Silverlight development in Visual Studio. It 
enables IntelliSense and code generators for XAML, XAML design preview, debugging of Silverlight 
applications and integration with Expression Blend. Also, it contains Visual Basic and Visual C# 
project templates which combine the necessary files, assembly references and project settings needed 
to start developing a Silverlight application.
[16]
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2.8 Silverlight Toolkit
The Silverlight Toolkit is an open-source collection of components, controls, themes and utilities for 
Silverlight.  It  is  developed  by  Microsoft  Silverlight  product  team  as  a  separate  project  from 
Silverlight and it is used as a way to test new controls before adopting them to the Silverlight SDK. It 
currently  features  over  26  controls  such  as  Calendar,  TreeView,  DockPanel,  WrapPanel  and 
ChildWindow together with samples and documentation.
The TreeView and ChildWindow controls from this project has been used in this work in the map 
editor.
[17]
2.9 Effect-compiler and Shazzam
The DirectX software development kit (SDK) is a set of development tools used for DirectX based 
applications development. The only tool from this SDK used in this project is the Effect-Compiler 
Tool-FXC  (fxc.exe).  This  tool  compiles  shader  effects  written  in  the  High  Level  Shader 
Language(HLSL).
Shazzam is an open-source tool used for creating and testing shader effects for WPF and Silverlight. 
It contains a HLSL editor and a customizable test page to test the effect. It is also a code generator, 
which can create the C#/Visual Basic classes required to use the effect. It uses the fxc effect compiler 
from DirectX SDK to compile effects written in HLSL, which can than be added as resources to the 
WPF/Silverlight projects and than applied to controls. 
[18]
Figure 1: Shazzam environment
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3 Existing solutions
In this chapter 3 different game engines in Silverlight existing prior to my work will be described. 
They all target different game genres and are highly specialized.
3.1 Balder
Balder is a managed 3D game engine targeting Silverlight, XNA and OpenGL. Its name comes from 
the Norse god Balder. Balder's aim is to simplify the creation of 3D games in Silverlight 3 without the 
need for complex mathematics  and matrix calculations.  It  uses similar  model  to the one used in 
Microsoft’s XNA Framework and utilizes multithreading in its rendering pipeline to achieve higher 
framerates  enabling  it  to  render  3D content  in  real-time.  It  is  possible  to  import  3D models  in 
3DSMAX  ASCII  Scene  Export  format.  Balder  engine  supports  flat  shading,  Gouraud  shading, 
texturing,  materials,  reflections,  lighting,  mouse events for  each control,  camera manipulation.  In 
Silverlight the user interace for the game is designed using the XAML format as with any other 
Silverlight application. Content can be loaded either from the application code or from the XAML file 
itself. Animations can be set up as standard Silverlight storyboards. This way it is possible to animate 
any Balder control property. Also it is possible to setup debugging information from the XAML files. 
Gastón C. Hillar wrote a book called 3D Game Development with Microsoft Silverlight 3: Beginner's 
Guide which focuses particularly on the usage of Balder engine. It takes a step-by-step approach from 
simple 2D games to 3D games with complex graphics, effects using the Balder engine. 
[9][10]
Figure 2:  Balder sample browser
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3.2 Farseer Physics Engine
The Farseer Physics Engine is an open-source 2D physics engine working with Microsoft's XNA, 
Silverlight, WPF, and Vanilla .NET platforms. It works by controlling the position and rotation of 
game  objects  over  time.  It  supports  using  gravity,  force,  torque,  collisions,  springs  and  joints 
according to the laws of 2D physics. 
It uses Body class to represent the game objects and Geometry class to handle collision between 
bodies. Rectangles, Circles and Polygons are all supported as bodies. The engine also provides 5 
kinds of joints used to connect the bodies together as well as to the game world. These joints are: 
revolute joint,  angle joint,  angle limit  joint,  pin joint and slider joint.  2 kinds of springs are also 
provided: linear and angle spring. For collisions it uses two-phase collision system to speed up the 
collision detection. After collision 2 kinds of reactions called impulses can be used: collision response 
and manual response. The engine also supports changing physical properties of objects on the fly and 
water simulation. 
These Silverlight games use the Farseer Physics Engine:
• SilverTower
• We Are Bugs (A Silverlight Game)
• Diver
• Tire Storm
• Boss Launch
• Hook Shot
• Sort the Foobars
• Drop It Well
• Construction
• Bojambo Pop
[11][12]
3.3 Silverlight 2 Greasepole Game Engine
The Silverlight 2 Greasepole Game Engine is a 2D sprite-based game engine that powers the Legend 
of the Greasepole game. It was originally written in C/C++ and later ported to C#/Silverlight. To 
reduce start-up time the engine utilizes on-demand content loading. 2D sprites made of images for 
graphics  and  mp3  sound format  files  for  audio  are  supported.  Game  loop is  made  using  empty 
Storyboards. For input is uses Mouse and Keyboard. The most important part of the engine is the 
behavior-based  artificial  intelligence  engine  featuring  31  different  behaviors  and  behavior 
development called IntelliFrosh. Saving and loading games is done to and from the Isolated Storage 
which is located on the users computer.
The Silverlight 2 Greasepole Game Engine  was written only to power the Legend of the Greasepole 
game so it is highly specialized to this game's needs and it is the only game using it.
[13]
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4 Game engine design
This chapter describes the process of designing the game engine, the problems I faced and  solutions I 
have used. 
4.1 Game engine
Game  engine  is  a  program  designed  to  help  game  developers  to  create  games  faster  and  less 
expensive. It provides them with the ability to work on aspects of their games that make them unique 
such as graphics, animations, artificial intelligence and others,  rather than work on tasks that  are 
common in every game. A game engine can provide tools for rendering, input handling, physics, 
animation(not the animations itself), lighting, level editing, pathfinding, networking and many others. 
There are many types of game engines, they can usually be divided into categories based on the 
games they are used for. Based on the graphics used we can divide them in three main categories:
• 3D engines
◦ engines that have full 3-dimensional graphics support
• 2.5D engines
◦ engines that use 2-dimensional graphics to create 3-dimensional effect
• 2D engines
◦ engines that have only 2-dimensional graphics support
Some engines combine 3D and 2D capabilities.
2.5D engine
2.5D engine displays two-dimensional content in a way to make it look like it is three-dimensional. 
This technique is used to create more appealing gaming experience for the player while being less 
demanding  in  terms  of  resources,  time  and performance.  Many different  methods  exists  that  can 
achieve this effect. The most common are 3/4 perspective, billboarding, parallax scrolling, scaling 
along the Z axis and skybox/skydome.
2.5D engines have been used widely in the past when the computers were not powerful enough to use 
real 3-dimensional graphics.
[20]
Parts of game engine
Game engine created in this bachelor's thesis consists of these parts:
• renderer
◦ renders the game levels with objects
• weather effects system
◦ creates and updates weather effects
• shader effects system
◦ works with pixel shaders, they can be applied to map tiles and game objects
• sound system
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◦ loads  and  plays  sounds,  provides  methods  for  playing  background  music  and  sound 
effects
• animation system
◦ changes the visuals of the map and objects over time
• movement system
◦ handles the movement of objects on the map
• artificial intelligence
◦ plans the actions of non-player characters (NPCs)
• input system
◦ handles mouse and keyboard input
• pathfinding system
◦ finds paths between positions on the map
• trigger system
◦ handles events in the game engine
These systems all cooperate together to provide a versatile environment for the game developer. In 
addition, game engine creators usually provide a set of tools such as level editor, spritesheet designer, 
menu builder,  to promote faster development of games.
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5 Implementation
In this chapter I will present the implementation of each part of the game engine asi presented in the 
design part as well as the map editor. 
5.1 Tile-based engine
Why tile-based engine?
The most  important  design choice  affecting the  whole  game  engine is  how the  maps  should  be 
organized. I have chosen tiling as a method to represent the map for 2.5D RPG games, because it 
enables the developer to reuse tile graphics, while being the least complex which is a huge benefit 
considering the performance limitations of this platform. There are many variations using this method 
that differ in tile shape, organization, etc. The most common tile shapes used in game engines are 
rhomboidal, rectangular and hexagonal.
Figure 3: Tile shapes: rhomboidal, rectangular and hexagonal
Tiling 
The map is divided into small rectangular parts of equal size called tiles. These tiles provide the basic 
coordinate system used in the engine-each object knows on which tile it is located. Only those tiles 
that are visible at the moment are loaded into memory and rendered. Usage of this method greatly 
reduces memory consumption and render load.
Layers 
Each tile has 2 layers of graphics-foreground and background. Each of them is represented with a 
WriteableBitmap. In the process of rendering the tile the background layer is drawn first and then the 
foreground layer is drawn on top of it using Alpha Blending, so that through the transparent parts of 
the  foreground layer  the  background layer  is  seen.  This  enables  the  developer  to  use  tiles  with 
transparent  parts  in the  foreground layer  to  create variety of  tile  graphics  using combinations of 
different background images with the same foreground image.
Figure 4: Background layer, foreground layer, layers blended together
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Each of these layers can be in one of three states:
Blank
• filled with white color with black border. It is used in the map editor to show that the layer's 
graphics has not been set yet. This is the default state of each layer of each tile when creating 
a new map
Transparent 
• designed to be used when the developer does not want to set graphics for the foreground layer 
while still be able to see the background layer
Tile
• this layer's graphics has been set
Rendering the tile
Tile tracks changes made to its layers. Every time the tile gets rendered and there is no change, the 
tile does not redraw its content, it just draws the same as the previous time it has been redrawn. If a 
layer  has  been  changed,  tile  first  recalculates  its  graphics  and  only  then  gets  redrawn.  This 
mechanism greatly increases the performance of the whole engine as tile redraw is the most common 
task being performed.  
Animated tiles  
Each tile can be animated with simple frame-based animation. This animation only requires a series 
of  pictures  with  changing  content  and  a  parameter  which  controls  how long  will  one  frame  be 
displayed. The animation is drawn over the tile graphics without blending, so the engine does not 
support transparent animations as this would negatively affect the performance. After the animation is 
removed, the tile will again display the underlying graphics.
Animations like these can be used to create simple but appealing effects such as water bathing the 
shore, swaying trees and other. They can be added dynamically from code, even in reaction to certain 
events or from the map editor when designing the level.
5.2 Game loop
Game  loop  is  the  key  component  in  every  game  engine.  Artificial  intelligence(AI),  movement, 
animation  and rendering are  all  handled in  the  game  loop.  Only sound playback  and user  input 
together with associated pathfinding are handled outside of the game loop as they are event-based 
rather than time or frame-based. 
Game loops in Silverlight
The game loop in Silverlight can be done in several ways. Each one of them has its own pros and 
cons. Following is the description of 4 most common methods used for a game loop.
DispatcherTimer
DispatcherTimer is a standard timer integrated into the Dispatcher queue. It fires a Tick event every 
time a set amount of time has passed. In this event's handler the game loop itself is executed. This 
timer is of low precision and is executed on the UI thread, which means that it can block the UI from 
updating which is not desired in a game loop.
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Storyboard
Storyboards are mainly used for animation in Silverlight, but they can be used for game loops as well. 
The advantage over using DispatcherTimer is that the Storyboards are executed on a separate thread 
and have their own timer but their callbacks are raised on the UI thread. The logic is the same as with 
DispatcherTimer-Storyboard fires a Completed event after a set amount of time has passed. 
System.Threading.Timer
System.Threading.Timer is a simple timer that runs in a separate thread. Its callback is executed on 
the timer thread(not the UI thread). That is why it is difficult to update UI elements from this thread. 
CompositionTarget.Rendering
All  of  the  previous  methods  have  been  time-based.  This  method  is  different  because  it  uses  a 
CompositionTarget.Rendering event which is fired once before the rendering of each frame after the 
animation and layout has been completed. This makes the game logic frame rate dependent, but it 
provides the most precise control over movement and animation and does not block the UI thread. 
I  have  chosen  the  CompositionTarget.Rendering  method  for  the  game  loop in  this  game  engine 
because of the need for precise control over movement and animation in the engine and because of its 
correlation with frame rate. That ensures that the calculations in the game loop are not executed more 
or less frequent than necessary.
Game loop in detail
Actions in the game loop are executed in this order every time the CompositionTarget.Rendering 
event fires:
• artificial intelligence
◦ non-player character actions are planned in this part
• movement
◦ moving objects change position based on their velocity and time elapsed 
• animation
◦ animated objects change their visuals based on the direction and distance they moved
• weather effect processing
◦ weather effects are updated in this part
• rendering
◦ after every other action is completed, the map and objects on it get rendered to the screen
5.3 Map and viewport
Each map is represented as an array of tiles. The map also needs additional information including:
• size of the map both in number of tiles and in pixels
• size of one tile of the map in pixels
• color of the map's background 
• viewport set for this map
• weather effect set for this map
• path map for the pathfinder for ground and flying objects
• list of game objects on the map
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Viewport
Viewport represents the visible part of the map. It can be perceived as “camera” in 3D engines. Only 
the part of the map which is in the viewport and the game objects on it are rendered. The viewport is 
represented by its size and center on the map. The size is a  two-dimensional vector and the center can 
be either a tile on the map or an animated game object. When a tile is the center of the viewport, the 
viewport does not change its position. On the other hand when an animated game object is the center 
of the viewport, the viewport changes position with the game object. This way it is possible to use 
viewport to simulate camera following the player character.
Rendering the map
The map is rendered in these steps:
1. WriteableBitmap representing the screen is cleared to the background color
◦ each pixel is set to this color
2. Each tile that is in the viewport is blitted to the WriteableBitmap using alpha blending
◦ only tiles that changed their graphics are redrawn before rendering
3. Each  game  object  that  is  in  the  viewport  is  blitted  to  the  WriteableBitmap  using  alpha 
blending
4. If any weather effect is set for the map, this weather effect is blitted to the WriteableBitmap 
using alpha blending
5. The WriteableBitmap is set as a source for an Image which is then drawn to the screen
5.4 Game objects
Everything that is on the map in the game has to be a game object. Objects like the player's character, 
non-player characters and everything that has to be considered for depth-sorting, they all have to be 
game objects. Basic game objects only need to have two properties: position and visual. The position 
of the object is a two-dimensional vector that represents the absolute position of the object on the 
map. This class can be used for static objects like trees, rocks, doors and many others. 
Other game objects can be put in this hierarchy:
• animated game object
• character
• player character
Each one one of these extends the game object with new functionality.
Figure 5: Game objects hierarchy
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Animated game object
This class represents a game object that can also have frame-animated movement. This movement is 
done  along  the  pathfinder  calculated  path.  The  data  to  pathfinder  can  be  sent  by  the  artificial 
intelligence or by the programmer. The animation only changes with distance, but not with direction 
of movement. This class can be used for simple moving objects.
Character
This class adds the ability to use 8 different frame animations for 8 directions of movement. It also 
extends  the  animated  game  object  with  the  notion  of  hit-points,  which  can  be  used  for  combat 
realization. This class should be primarily used for non-player characters such as enemies and allies. 
Player character
This class adds the ability to handle user input and it is the class that represents the player's character. 
The mouse input is routed to this class after is is added to the map. Each time player clicks anywhere 
on the map, the coordinates are sent to the pathfinder and if there is an existing path connecting the 
current location of the character with the clicked coordinates, the player moves along the calculated 
path to that location. Only one player instance can be on the map at the same time.
5.5 Input handling
The user can interact with the game using either mouse or keyboard. Mouse input in the engine is 
automatically routed to the player  instance that  is  on the current  map and to the tile  which was 
clicked. Both player and the clicked tile can react to this action. The mouse click events are also sent 
when the user is moving the mouse with the left mouse button clicked. This enables the player to 
control the character's movement without releasing the left mouse button.
Keyboard input handling is done with the help of KeyHandler class [23]. This class keeps track of 
which key is pressed at the moment using KeyDown and KeyUp events. This information can then be 
used for eaxmple to move the player, scroll the map and other actions. A FrameworkElement which 
can get the keyboard input has to be passed to this class in the constructor. No function is implicitly 
attached to keyboard events in the engine. 
5.6 Movement system
This system is used for objects which change their position in time. It is time-based. Each moving 
game object in the engine has its velocity which means how far can the object move in one second. 
This velocity can be different for the X and Y axes. When the object's move method is called, the 
time  elapsed  since  the  previous  call  is  evaluated  and  the  object  moves  for  Velocity.X  * 
elapsedSeconds  pixels  in  the  X  axis  direction  and  Velocity.Y  *  elapsedSeconds  in  the  Y  axis 
direction. This enables the object to move in 8 directions: left, right, top, down and diagonals. This 
direction is stored after each call and is then used for animation.
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Each object can only move along a given path.  This path has to be calculated using pathfinding 
algorithm, which takes path information for the map into account. This path information is set by the 
level designer from the map editor and/or from the game code.  
Pathfinding
The engine uses A* pathfinding algorithm to calculate paths between two tiles on the map.  Two 
different path maps are associated with the current map. One is used for flying objects and one for 
ground objects. This enables the level designer to design terrain passable for flying objects but not for 
ground objects  such as  hills,  rivers  and lakes.  For each tile  these path maps  tell  the  pathfinding 
algorithm whether the tile is passable for flying/ground objects, so that the calculated path passes or 
avoids that particular tile.
The algorithm's implementation was taken from [20]. To make it work in Silverlight application, the 
graphic  user  interface  was  removed  together  with  the  callbacks  in  code  and  Silverlight-specific 
assembly references had to be added.
Base Offset
To create appealing gameplay experience for the player ,the player's character should move where he 
clicked. This means the characters feet should be positioned in the center of the exact tile he clicked. 
Using the Silverlight coordinate system without modification, the character's images upper left corner 
would be positioned there. That is why the engine implements a base offset for each game object 
which can be set by the game developer to shift the point in the image which should be positioned in 
the center of the tile. This offset is then used when moving the character in order to shift its position. 
Figure 6: Base offset
5.7 Animation system
Closely coupled with the movement system, the animation system enables objects to change their 
visuals periodically, based on conditions. The animation system is different for these 3 classes: 
• tile
• animated game object
• character 
All of them use sprite sheets to store the animations frames. 
The animated game object uses simple distance-based animation. The animation is not dependent on 
the direction of movement, it depends only on the distance it has traveled. The animation changes 
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frame every time the distance traveled is bigger than a set constant. This simple animation can be 
used for objects which look the same from each angle-for example round objects.
For characters the system is a bit different, as their animation also changes depending on the direction 
of movement. It uses distance based system too, but when the direction of movement changes, the 
animation starts from the first frame for this direction immediately, independently from the distance 
traveled. 
For animated tiles the animation system cannot be based on the distance as they do not change 
position. Instead they use time-based system. When set amount of time elapses, the animation 
changes frame.
Spritesheets 
All animations are stored in spritesheets. WriteableBitmaps are used to store the individual frames the 
animation is made of. The first frame should represent the object in a standstill. The spritesheet keeps 
track of the currently displayed frame and provides methods to access the next and previous one. The 
animations are implicitly reset to the beginning when the last frame is reached.
There are 2 methods that can be used to load a spritesheet:
The first one loads all frames of the animation from one image file. It needs the coordinates of the 
first and last frame in the image, number of frames and size of one frame. It loads each frame starting 
from the coordinates  provided for  the  first  frame  and ending at  the  coordinates  of  the  last.  The 
number of frames has to be provided only to reduce the loading time. Each loaded frame  is uniformly 
stretched to the provided size. 
The second method is used when each frame is in a separate image file. The method only needs the 
list of paths to each image and size of one frame. From each file one frame is loaded. Each loaded 
frame is uniformly stretched to the provided size. 
After they are loaded using either of these methods, the spritesheets can be used the same way and 
they can be assigned to animated game objects and tiles as well. When assigning one spritesheet to 
multiple objects or tiles, a problem arises-they share the current sprite. To work around this issue, the 
engine automatically clones the spritesheet when it is assigned.
5.8 Event system
Each tile on the map supports 3 different events that can be used to make the environment more 
interactive. These events are currently supported:
• click event
◦ this event is raised when the user clicks on the tile
• walk over event
◦ this event is raised when a ground object arrives to this tile
• fly over event
◦ this event is raised when a flying object arrives to this tile
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The click event is used in the map editor where the map content is edited using the mouse.
Animated game objects raise additional event when they change position, this is used to change the 
viewport when the object is its center. The engine also internally uses more events to control the 
content loading. For example shader effects for tiles can only be set after the layer's graphics is set 
and  loaded.  If  the  layer  is  not  ready when the  effect  is  being set,  the  effect  is  only set  after  a 
ContentLoaded event is raised in the tile.
5.9 Weather effects 
Engine has built-in support for two different weather effects: 
• snow effect
• rain effect
Weather effects are implemented as particle effects,  where the particle is snowflake for the snow 
effect and raindrop for the rain effect. Number of particles, wind strength and direction (sign of wind 
strength), have to be set for the weather effect. 
Particles are randomly positioned at creation time and then their position gets periodically updated. 
The change of their position depends on time elapsed from previous redraw, gravity, wind strength 
and wind direction.  Particles  are  only stored in  memory  once and they are  rendered at  multiple 
positions on the screen. Only these positions have to be stored. This way memory consumption for 
the effect is lower compared to when multiple particles would be stored in memory together with 
their positions. Each particle is rendered to the same WriteableBitmap which gets alpha blended with 
the current game screen. This way the effect is on top of everything on the screen.   
Both snow and rain particles share the same movement behavior, the only difference between them is 
that they use different particles. Rain particles also change with wind direction. They use 3 different 
particles: one for still wind and two for the two different wind directions.
It is also possible to create custom weather effects by inheriting from the WeatherEffect class and 
overriding the Update() method which is responsible for the behavior of particles.
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Figure 7: Rain effect
Figure 8: Snow effect
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5.10 Shader effects
Shader effects support have been introduced to Silverlight in version 3. They provide the ability to 
change each pixel of a rendered UI element and this way create various effects. Silverlight has only 
two built-in shader effects: blur and drop-shadow effect, but custom shaders are supported as well.
Both built-in and custom effects can be applied to map tiles and game objects in the game engine. 
The problem is that tile graphics are stored as WriteableBitmaps and WriteableBitmap is not an UI 
element which means that it does not support shader effects by default. To work around this issue 
when applying the effect, the engine first assigns the WriteableBitmap with the tile graphics as a 
source for an Image object which is a UI element and then applies the effect to this Image. After the 
effect  is  computed,  the  Image  is  rendered  back  to  the  WriteableBitmap.  This  way  the 
WriteableBitmap now stores the original graphics with the applied effect. This technique is used both 
for map tiles and game objects. For further reference see [21]. 
Custom shader effects   
Shazzam tool  provides  the  environment  used  to  create,  compile  and  test  custom shader  effects. 
Compiled shaders are stored as .ps files. Shazzam can also create the C# class file that is needed to 
use this effect. This file has to be added to the Silverlight project in order to use this effect together 
with the compiled shader with Build Action set to Resource. The URI in the C# class has to be set to 
point  to the .ps file  with the compiled effect.  Now this effect  can be applied to any UI element 
procedurally or from the XAML or to WriteableBitmap using the aforementioned technique.
Figure 9: Blur effect
5.11 Sound system
Sound is an important part of any game because it can make it more vivid, supports the atmosphere 
and reinforces the gaming experience. The sound system in the game engine supports background 
music as well as sound effects. The engine itself does not contain any sound files.
Background music
The background music in web games usually consists of one or more tracks played in a loop. To 
support this the engine provides a method to play a sound file in loop. It takes a path and volume 
argument. The looping is done using the CurrentStateChanged event which is raised when the   
CurrentState changes. When the current state changes to Paused the track is played again from the 
beginning.  To  emulate  environment  effects  such  as  weather,  more  tracks  can  be  played 
simultaneously.
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Sound effects
Sound effects are used to keep the player more involved in the game. They  usually accompany in-
game actions such as walking, fighting, casting spells and many others. They are usually played only 
once when the event happens. For this, the engine provides the method to play sound file once and 
remove  it  automatically from the visual  tree  when it  is  done playing.  This  keeps  the visual  tree 
smaller and enhances the performance of the engine.
5.12 Map editor
Map editor is a visual tool that can be used to design maps using tiles from different tilesets and 
animations and setup pathing information.  All  of  these options are also available from the game 
engine itself, but using this tool makes the level design much faster and more intuitive. The map 
editor is a separate application from the engine, but internally it uses the engine to display the maps. 
Files created using this tool can be loaded into the engine and played.  
Figure 10: Map editor
New map, Load map, Save map
These  buttons open menus used to create new maps, load stored maps from files and save designed 
maps to files. 
After clicking the New Map button as shown on , a child windows opens up with options. Here the 
designer can set the size of the new map as well as size the tiles used for this map. After confirming a 
new map is created with the given dimensions with its upper left corner centered in view. This map 
consists only from blank tiles which are white with black border. If the window is closed with Cancel 
button,  or if any of the arguments was set to incorrect value, nothing happens and no new map is 
created.
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Figure 11: New map window
After clicking the Load Map button a standard open file dialog is opened. Here the user can navigate 
to the map file. After confirming the selected map is loaded and then displayed with its upper left 
corner centered in view.
After clicking the Save Map button a standard save file dialog is opened. Here the user can navigate 
to  the  file  to  save  the  map  to.  User  can  create  a  new file  or  overwrite  and existing  one.  After 
confirming the currently loaded map is saved to the selected file.
Designing the map
The map editor  provides  the designer  with the  necessary tools  for  designing maps  for  the  game 
engine. The editor can be controlled using only mouse, but some functions can also be controlled with 
keyboard. To further speed up the process, map editor includes a few keyboard shortcuts for the most 
often used functions. 
On the left side of the editor is the currently opened map. On the right-most side are the integrated 
tilesets and tile animations that can be selected from a tree view. After clicking on the treeview item, 
the selected tileset/animation is opened to the left of the treeview. From there the developer can select 
the tile graphics/animation he wants to use. The selected tile graphics will be highlighted with a red 
border. After selecting a tile/animation from the tileset this can be applied to the currently opened 
map by clicking on the tile which should be affected. After clicking on the map, the selected tile is 
highlighted with a red border to make it more distinguishable from other tiles. If a tile graphics or an 
animation  was  selected,  this  is  immediately  applied  to  the  clicked  tile.  To  clear  the  tile 
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graphics/animation selection the designer must click the Set None button. Also, the editor supports 
paint-like behavior. When the user keeps the left mouse button pressed and moves the mouse, all of 
the tiles under the mouse are affected. This is useful for creating larger areas with the same graphics.
The map consists of two layers. The map editor gives the designer the option to select which layer to 
select and the changes are only made to the selected layer. Also, only the selected layer is displayed. 
If both layers are selected than both get changed and displayed. For selecting map layers three radio 
buttons on the top of the editor are used. They can also be switched using these keyboard shortcuts: 
F-selects foreground layer, G-selects background layer and H-selects both layers.
Pathfinding
The editor also provides the option to edit information used for pathfinding. After a map is loaded, 
clicking on any tile on the loaded map displays two checkboxes. They can be used to modify the 
pathing information. First  one is for ground passability and the second one for aerial. If they are 
checked the tile is considered passable for ground/flying objects, if they are cleared the tile is not 
passable.  They can  be  also  controlled  using  the  keyboard  shortcuts-P  for  the  ground passability 
checkbox and A for aerial.
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6 Tests
This table presents the performance tests that have been performed using the game engine on multiple 
computers. The tested map's size was 30x30 tiles and rain weather effect has been applied with 500 
rain particles.
CPU GPU RAM Browser FPS Load time
Intel  P8400 
2.26GHz
NVIDIA 
GeForce 
9700M GTS
3GB Opera >60FPS 10s
Intel  T7200 
2.00Ghz
NVIDIA
GeForce  Go 
7400
2GB Opera >60FPS 33s
Tests show that the game engine can run on older computer with good performance, only the loading 
time  was  affected.  More  tests  could  not  be  performed  because  of  lack  of  computers  with  the 
Silverlight plug-in installed.
The application has been successfully tested on the first computer using these web browsers:
• Internet Explorer 8.0
• Google Chrome 4 and 6
• Apple Safari 4
• Opera 10.50
• Firefox 3.6
The measured FPS and loading time were the same in each browser.
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7 Conclusion
The main goal of this bachelor's thesis was to design and implement a game engine for 2.5D games 
using the Silverlight platform. It was more complicated than it first seemed. The most complicated 
part of the engine was the rendering system which has been rewritten more than three times. On the 
other  hand working  on  this  project  was  very rewarding.  I  have  familiarized  myself  with  Visual 
Studio, Blend IDE and with the Silverlight platform.
Working parts of the engine include rendering, movement, animation, pathfinding, sound, weather 
and shader system. There is still a lot of work that can be done on the game engine and also on the 
map editor. These features are recommended for further development:
• resource pool
• AI behaviors
• collision detection
• particle effects support
Resource pool would help realization of bigger projects using this game engine. It promotes resource 
reusability and improves performance when many resources are required. 
Artificial intelligence is currently supported in the game engine, but it does not contain any built-in 
behaviors. Including simple behaviors like following and attacking the main character would save a 
lot of time for game developers.   
Basic  collision  detection  is  simple  to  implement,  but  to  do  it  in  a  way  that  does  not  cripple 
performance is not an easy task. With collision detection it would be possible to create more realistic 
environment for games. 
Particle effects can be used to improve the game's graphics. With particle system effects like fire, 
grass, smoke, sparks and many other can be created.
The game engine was successfully converted to Silverlight 4 using the Visual Studio Conversion 
Wizard without any manual changes to the C# or XAML code.
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Attachments
Attachment 1. Map format
Attachment 2. Sample XAML code
Attachment 3. Sample HLSL code
Attachment 4. CD 
Attachment 1:
Every map in the game engine and the map editor is stored in this format:
spritesheet 1
spritesheet 2
...
:
tileset 1
tileset 2
...
:
map size
tile size
tile 1
tile 2
...
The ':' character is used as a separator. All sources are stored as paths to files. Sizes are stored as 2 
numbers separated by one space (e.g. 3 3). Spritesheets and tiles use their own format.
Spritesheets are stored using these 2 formats:
?1
sprite size
sprite source
frame count
first frame
last frame
?
or
?2
size
source 1
source 2
…
?
The first format is used for spritesheets which are in one image file. The second is used when each 
frame is in a separate file.
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Tiles are stored using these formats:
Blank tile:
B 1 1 B 1 1 T T
Transparent tile:
T 1 1 T 1 1 T T
Normal tile:
:0 0 0 :0 0 0 T T
Animated tile:
S 0 1 S 0 1 T T
The leading characters 'B'/'T'/':#'/'S' determine the type of the foreground layer for the particular tile. 
'B' stand for Blank tile, 'T' for Transparent tile, ':#' for normal tile with the number being index to the 
tileset sources list and 'S' for animated tiles. The following 2 numbers are '1' for blank and transparent 
tiles, coordinates of the tile's graphics in the tileset for normal tiles and index to the spritesheet list for 
animated tiles. 
The same is true for background layer which follows the foreground layer.
The last 2 characters represent the pathfinding settings for the tile. First for ground objects, then for 
aerial objects. 'T' means that the tile is passable, 'F' means the tile is not passable.
Sample map(3x3 tiles):
?2
32 32
Images/Animations/11.png
Images/Animations/12.png
Images/Animations/13.png
Images/Animations/14.png
Images/Animations/15.png
?
:
Images/vbgore/26.png
:
3 3
32 32
:0 0 -96 :0 0 0 T T
:0 0 -96 :0 0 0 T T
:0 0 -96 :0 0 0 T T
:0 0 0 :0 0 0 F T
S 0 1 S 0 1 F T
:0 0 0 :0 0 0 T T
:0 0 0 :0 0 0 T F
:0 0 0 :0 0 0 T T
:0 0 0 :0 0 0 T T
31
Attachment 2:
This sample XAML code creates a canvas containing a simple menu surrounded by a red border. The 
image files have to be added as resources for the images to show. The image with name “map” has to 
be passed to the game engine constructor, so the engine can use it to render the map.
    <Border BorderThickness="5" BorderBrush="Red">
        <Canvas x:Name="LayoutRoot" Margin="0,0,0,0" Background="Black">
            <Image x:Name="menuBackground" Canvas.Left="150" Canvas.Top="5" 
Visibility="Visible" Source="Menu/parchment.png" Stretch="Fill" 
Height="380" Width="300" Canvas.ZIndex="2">
            </Image>
            <StackPanel x:Name="menu" Orientation="Vertical" 
Canvas.Left="195" Canvas.Top="130" Canvas.ZIndex="2">
                <Image  Source="Menu/ResumeGameButton.png" 
MouseLeftButtonDown="OnResumeClick" Visibility="Collapsed"/>
                <Image  Source="Menu/NewGameButton.png" 
MouseLeftButtonDown="OnSaveButtonClick"/>
                <Image  Source="Menu/LoadGameButton.png" 
MouseLeftButtonDown="OnLoadMapClick"/>
                <Image  Source="Menu/CreditsButton.png" 
MouseLeftButtonDown="OnLoadMapClick" Margin="65,0,0,0"/>
            </StackPanel>
            <Image x:Name="map">
            </Image>
        </Canvas>
    </Border>
Attachment 3:
This sample HLSL code from the Shazzam sample shaders makes pixels of a particular color 
transparent. It also demonstrates how to create an effect with a parameter. For further reference see 
[18].
float4 ColorKey : register(C0);
float Tolerance : register(C1);
sampler2D implicitInputSampler : register(S0);
float4 main(float2 uv : TEXCOORD) : COLOR
{
   float4 color = tex2D( implicitInputSampler, uv );  
   if (all(abs(color.rgb - ColorKey.rgb) < Tolerance)) {
      color.rgba = 0;
   }
   return color;
}
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Attachment 4:
The CD contains:
• text of this bachelor's thesis
• game engine and map editor code
• images for the game engine and map editor
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