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INTRODUZIONE
In  questi  anni  mi  sono  spesso  chiesto  quale  fosse  il  profilo
dell'informatico umanista,  il  suo compito e il  suo scopo.  Ho ricevuto
pareri discordanti. Alcuni – gli innovatori – ritengono che la tecnologia
debba  entrare  come  componente  costitutiva  nella  elaborazione  e
diffusione della conoscenza, la quale assumerebbe caratteri inediti; altri
– i conservatori – auspicano piuttosto la conservazione della conoscenza
esistente con l'ausilio del digitale. Ho visto questi due approcci applicati
a una miriade di campi diversi del sapere umano, da quello letterario, a
quello artistico,  a  quello informatico (con progetti  quali  il  Museo del
Calcolo).
Se il primo approccio finisce per produrre addirittura una nuova
metafisica,  che  si  sviluppa  al  grido  “Tutto  è  algoritmo!”1,  il  secondo
risulta  per  certi  aspetti  più  rassicurante,  perché  rimanda  a  criteri  e
modelli ben definiti, sebbene ormai privi di vitalità.
1 G. Chaitin, uno dei maggiori esponenti della filosofia digitale, scrive: “L'eredità intellettuale 
dell'Occidente – Pitagora, Platone, Galilei – stabilisce che tutto è numero e Dio è un matematico. 
Adesso stiamo cominciando a credere qualcosa di completamente diverso, un raffinamento del 
credo originale di Pitagora: tutto è software e Dio è un programmatore. O, meglio ancora, tutto è 
algoritmo”,  in G. O. Longo, A. Vaccaro Bit Bang. La nascita della filosofia digitale, Maggioli 
Editore online, 2013, p. 62
E' necessario - almeno nel momento attuale, che è di transizione -
un approccio intermedio, che operi nell'orizzonte della nascente civiltà
digitale senza ignorare il lascito del passato. 
Queste considerazioni non sono estranee al progetto che intendo
presentare, il quale – non a caso - si prefigge l'integrazione di produzioni
letterarie preesistenti con contenuti multimediali.
Esistono  libri  ancora  validi,  a  dispetto  della  loro  età,  magari
perché trattano di argomenti che non sono in rapida evoluzione o perché
costituiscono testimonianze di un'epoca.
Questi  titoli  sono  stati  concepiti  per  la  carta,  destinati  a  quel
supporto, con i suoi pregi e i suoi limiti. Spesso però di tratta di titoli di
modesto valore, destinati a rimanere in una sorta di limbo, tra i grandi
classici,  continuamente  ristampati  e  distribuiti  in  maniera  digitale
secondo logiche di mercato, e i titoli che tornano improvvisamente in
voga, ad esempio a causa di un adattamento cinematografico. Esistono
vari progetti che si propongono una digitalizzazione di massa di questi
contenuti, intesa però solo come trasposizione dal supporto cartaceo a
quello digitale. Soluzione riduttiva sia per il lettore tradizionale, legato
alla forma-libro (e agli  stimoli  non solo visivi che esso è in grado di
produrre:  porosità  della  carta,  odore  dell'inchiostro,  fruscìo  delle
pagine...),  sia  per  i  più  giovani,  abituati  a  prodotti  multimediali
accattivanti,  in  cui  la  scrittura  non  è  più  il  canale  comunicativo
principale.
Il mio progetto si propone di ridar vita a questi titoli, sottraendoli
alla loro condizione di relitti polverosi dell'età pre-digitale, in modo da
renderli  interessanti  per le nuove generazioni,  attraverso l'integrazione
con audio, video, immagini e ipertesti e dunque l'utilizzazione di quel
linguaggio totale che è oggi parte integrante di ogni processo cognitivo.
Questo è Leaf.
Il  nome non è  casuale:  come una foglia,  giovane e  flessibile,
nasce dal duro legno, materia prima per la carta di cui sono fatti i libri
tradizionali,  traendone  linfa  vitale,  così  il  lettore  di  libri  digitali
aumentati Leaf si pone come naturale evoluzione del titolo cartaceo, e ne
trae linfa vitale, riutilizzandone il contenuto e arricchendolo di elementi
multimediali.

Leaf  è,
prima  di  tutto,  un
lettore  eBook  per
Android. È costruito
sulle  solide  basi  di
un  documento  PDF
(attuale  standard  de
facto per  la
distribuzione  in
digitale  di  titoli
originariamente
pensati  per  il
cartaceo)  al  quale
aggiunge  contenuti
multimediali definiti
per  mezzo  di  files  XML  attaccandoli alla  pagina  come  se  fossero
adesivi. 
Ecco quindi che una immagine statica di Mussolini durante un
discorso,  al  semplice  tocco  di  un  dito,  prende  vita  e  si  anima  nei
fotogrammi  di  un
filmato dell'Istituto
Luce  relativo  allo
stesso  discorso;
una  citazione  dal
discorso  di
insediamento  di
Ronald  Reagan
prende  vita  nella
registrazione audio
dello  stesso;
un'immagine  dello
sbarco sulla luna a
dimensione  di
stampa  si  apre
invece  a  tutto
schermo alla risoluzione e dovizia di particolari che solo un originale
scansionato in digitale con i mezzi della Nasa può restituire.
Chiameremo queste aree sensibili, d'ora in poi, hotspots.
Il lavoro di aggiungere contenuti multimediali al libro è chiamato
arricchimento digitale, ci riferiremo quindi d'ora in poi alla persona che
effettua  questa  operazione  come  arricchitore  digitale.  Discuteremo in
modo analitico sia le conseguenze etiche sia i dettagli tecnici di questa
operazione nel corso di questa tesi.
Leaf è composto da tre parti: un server che raccoglie i titoli e li
distribuisce, un catalogo che mostra i titoli a disposizione dell'utente e un
lettore che permette di fruire il contenuto dei libri.
Il server è in realtà un repository: chiunque abbia competenze di
base di XML può creare il proprio pacchetto rappresentante un catalogo
ed inserirvi i propri libri, rendendoli disponibili al mondo.
Il  catalogo  scaricato  verrà  mostrato  nell'applicazione
nell'omonima sezione (illustrata nella precedente figura),  da dove sarà
possibile leggere un breve abstract del libro e richiederne il download.
Il lettore, rappresentato qui a fianco, è invece simile ad un lettore
PDF standard: è provvisto di una istantanea ricerca fulltext, di possibilità
di inserire segnalibri, evidenziazioni e note da parte dell'utente, che può
anche  accedere  ai  contenuti  arricchiti  semplicemente  clickando  sulle
relative aree sensibili. I tipi di contenuti supportati sono immagini, video,
audio, documenti, pagine web, collegamenti tra titoli diversi, gallerie di
immagini ed ingrandimenti su porzioni del libro originale.
Capitolo 1
Mediazione
1.1
Questioni aperte
Il  lavoro  che  intendo  presentare,  come  ogni e-reader, solleva
interrogativi  che  animano  la  riflessione  più  recente,  sebbene,  data  la
natura  del  problema,  le  risposte  non  possano  essere  né  esaustive  né
univoche.
La riflessione va sviluppata,  in  particolare,  sull'integrazione di
testi che siano stati composti in momenti storici differenti dall'attuale. Se
infatti  l'arricchimento di un testo prodotto già in forma digitale da un
autore  che  lo  abbia  offerto  consapevolmente  al  contributo  altrui  non
pone alcun problema, le cose cambiano quando l'attenzione si concentri
sul  processo  di  integrazione  di  opere,  consacrate  in  un  canone  e
consegnate alla tradizione. In altri termini, è legittima l'apertura in forma
digitale di un testo prodotto in età pre-digitale?
A questo  quesito  si  aggiungono  altri,  che  investono,  più  in
generale, lo statuto del testo e quello del lettore nei confronti del libro
tradizionale. Il testo deve ancora mantenere la forma-libro, con la quale
lo  abbiamo  conosciuto  fino  ad  ora  (capitoli,  paragrafi,  capoversi,
margini...), come accade sostanzialmente nell'e-book? Non è forse vero
che i nativi digitali, immersi in una nuova dimensione culturale post-
moderna, che tende a lasciarsi alle spalle la civiltà occidentale plasmata
dalla scrittura, richiederebbero altro? Il pensiero analogico, intimamente
connesso all'espressione digitale, può sostituire con vantaggio il pensiero
logico-sequenziale? Oppure c'è il rischio di destrutturare, con il testo, la
testa del lettore?
Sono quesiti di carattere sostanzialmente filosofico, ai quali un
informatico  –  sia  pure  umanista  –  come me si  avvicina  con  qualche
esitazione, nella consapevolezza della loro complessità e senza alcuna
presunzione di rispondere in modo conclusivo.
1.2
L'arricchimento digitale di un testo pre-digitale
L'apertura  in  forma  digitale  di  un  testo  prodotto  in  età  pre-
digitale  può  essere  esaminata  principalmente  in  due  prospettive:  il
rispetto del  testo  parte  dell'arricchitore e  la  consapevolezza della
mediazione da parte del lettore.
Il rispetto del testo si traduce in primo luogo in un atteggiamento
di  accuratezza  filologica  da  parte  dell'arricchitore,  atteggiamento  che
solo  una buona formazione  storica  può dare.  Non a  caso  la  filologia
nasce, in età umanistica, con la coscienza storica, che è coscienza della
diversità  dell'oggetto  storico dal  presente  storiografico.  Quella  cultura
classica che il Medioevo aveva utilizzato assimilandola a sé e rendendola
contemporanea, tanto che fatti, figure e dottrine non avevano un volto
preciso,  individuato,  irripetibile,  viene  restituita  alla  sua  identità
dall'intellettuale umanista, che dell'arricchitore digitale può costituire, in
tal senso, un modello efficace. Il rischio dell'integrazione digitale può
essere  infatti  quello  di  assumere,  nei  confronti  del  testo,  un
atteggiamento medievale, inteso  a  definirlo,  orientarlo,  declinarlo
secondo  gli  interessi  e  i  criteri  dell'arricchitore  digitale,  e  dunque
dell'attualità, con un inaccettabile vizio di anacronismo.
Il rispetto del testo richiede però, in secondo luogo, anche che
esso sia concepito non come un oggetto inerte, definito e concluso, ma
come un organismo vivente, che cresce e si modifica interagendo con il
lettore,  anche  dopo  che  è  stato  consegnato  dall'autore  al  pubblico.
Quando Calvino definisce un classico come quell'opera che non ha mai
finito  di  dire  quel  che  ha  da  dire, pone  l'accento  proprio  su  questo
aspetto.  Come  fa,  per  certi  versi,  anche  Gadamer  con  il  suo  circolo
ermeneutico, per il quale il testo si carica nel tempo del contributo di
senso  (aspettative,  interessi,  interpretazioni…)  che  il  lettore  gli
attribuisce,  al  punto  che  neppure  l’autore  lo  conosce  davvero  nel
momento in cui lo consegna al pubblico.
Altrettanto importante è la  consapevolezza, da parte del lettore,
della mediazione dell'arricchitore.
Nell’immaginario comune, il rapporto del lettore con l’autore è
un rapporto diretto, la comunicazione scorre fluida e non perturbata da
agenti intermedi e il lettore riceve esattamente il significato immaginato
dall’autore.
La realtà, tuttavia, è ben diversa e meno lineare. Alla produzione
di  un’opera  partecipa  sia  l’autore,  sia  tutta  una  serie  di  personaggi
intermedi,  come  il  correttore  di  bozze,  l’editor  o  il  traduttore,  che
modificano  il  lavoro  del  primo.  Tali  modifiche  sono  normalmente
approvate  dall’autore,  sebbene  tale  approvazione  possa  non  essere
completamente  volontaria:  ci  sono  stati  casi  di  autori  costretti  ad
accettare obtorto collo modifiche imposte magari per ricondurre l’opera
alla  linea  editoriale  della  casa  editrice  o  per  motivi  puramente  di
marketing.
È chiaro come già in questo stato l’opera che riceviamo sia in
qualche modo diversa, forse inquinata rispetto all’idea che si era formata
nella  mente  dell’autore.  Se  poi  consideriamo  casi  limite,  come  la
pubblicazione postuma di opere ritenute non complete dall'autore, con
relativa opera di editing spesso inevitabile (come nel caso di una raccolta
di  poesie  rinvenute  senza  un  preciso  ordine),  capiamo  quanto
l’intervento dell’editor sia soggetto ad errori e critiche.
Abbiamo già parlato dell’etica dell’arricchitore digitale designato
alla creazione e/o inserimento dei contenuti nelle pubblicazioni di Leaf.
Quello  su  cui  vorrei  porre  l’attenzione  ora  è  la  consapevolezza  del
lettore.
In alcuni fruitori l'uso di strumenti digitali si accompagna a una
condizione di sostanziale passività, che non pone domande né ammette
dubbi,  condizione  che  dovrebbe  essere  combattuta,  in  generale,
attraverso la diffusione di una sorta di Critica della Ragion Digitale –
nello  spirito  di  un  kantismo  rinnovato  –  e,  nel  caso  specifico,  con
l'indicazione  esplicita,  a  fianco  del  nome dell'autore,  anche  di quello
dell'arricchitore.  Qualora l'approccio al  testo non fosse stato condotto
secondo  il  dovuto  criterio  di  accuratezza  filologica,  l'arricchitore
dovrebbe risponderne, almeno sotto il profilo morale.
La  diffusione  digitale  del  contenuto implicherebbe  comunque
una certa  trasformazione del  concetto  tanto dell'autore  che dell'opera.
Come si è già accennato, l'autore non plasmerebbe integralmente l'opera,
nel segno di una individualità esclusiva, né l'opera manterrebbe la sua
aura, il suo hic et nunc, il suo valore espositivo, quasi fosse un feticcio
da venerare a distanza. Con il linguaggio di Benjamin,  si potrebbe dire
che  morirebbe  l’aura, vista  come  originalità  intoccabile,  mentre
nascerebbero tante auree quanti sono i coautori, che, prendendo parte al
processo creativo e agendo sull’opera, contribuirebbero a realizzarla nel
suo insieme.
Leaf renderebbe quindi problematica l'attribuzione della paternità
intellettuale: chi è l'autore? L'ideatore dell'opera o gli arricchitori digitali
(che  agissero  contemporaneamente  o  successivamente)?  O  forse  una
pluralità di cloni dai  confini nomadi, generati dall'ibridazione delle varie
identità?
Problema,  anche  questo,  non  del  tutto  nuovo,  tanto  che  si
potrebbe rispondere che l'attribuzione di  paternità  di  un'opera digitale
aperta non risulta più difficile di  quella di  un film al  regista che l'ha
diretto.
1.3
Testo e forma-libro tra civette e allodole
Veniamo  ora  alle  questioni  sollevate  dalla possibilità  di
destrutturare la forma-libro.
Al  primato  della  scrittura  e  del  libro,  che  ha  caratterizzato  la
cultura  occidentale  secondo  un  processo  culminante  nella  modernità,
dobbiamo un modello di pensiero strutturato e articolato in modo logico-
sequenziale,  gerarchico,  sistematico,  riflessivo,  rigoroso
nell'argomentazione  –  dunque geometrico secondo  un  paradigma
euclideo  –  e  accurato  nell'accertamento  dei  fatti  e  del  senso  –  come
richiede l'acribia2 storica.
Il linguaggio  totale dei  multi-media  digitali  (assemblaggio  in
rapida successione di  immagini  in movimento,  espressioni  verbali  e/o
scritte,  pezzi  musicali)  ha  contribuito  al  mutamento  dei processi
cognitivi  poiché  il  flusso  comunicativo  è  diventato  strumento  di
percezione  di  fatti  e  cose:  informazioni  che  vengono  acquisite a
grappolo  – per  via  statistica,  per  aggregazione  casuale,  per  contagio
2 L'Acribia è la selezione critica delle fonti nell'indagine storica.
emotivo – e non per uno sforzo personale verso conoscenze articolate e
narrazioni compiute. Questo, almeno, il giudizio di quanti osservano con
diffidenza  l'irruzione  del  digitale  nei  processi  di  apprendimento,
soprattutto pedagogisti e insegnanti.
 Significativo in tal senso il criterio adottato nello studio condotto
in Umbria nel 2009 dalla Prof.ssa Cecilia Cristofori dell'Università di
Perugia3 sui primi nativi post-moderni ovvero la generazione dei giovani
umbri nati tra la fine degli anni Ottanta e l'inizio degli anni Novanta del
secolo  scorso.  E'  il  criterio  della  riflessività,  che  aggrega  i  ragazzi
intorno ai due opposti poli delle civette, i riflessivi, e delle allodole, gli
irriflessivi.
La civetta, che secondo la celebre immagine di Hegel, “si alza in
volo sul far del crepuscolo”,  quando il giorno s'è ormai consumato, è
l'emblema occidentale dell'attitudine a riflettere, a vagliare, a meditare e
di quella sua distillazione estrema che è la filosofia.
Così,  il ragazzo-civetta esprime consapevolmente una strategia
dell'indeterminazione, utile scudo di difesa nei confronti di un ambiente
post-moderno in continua trasformazione, di una cultura  liquida, di un
tempo  schiacciato  sul  quotidiano  vissuto.  L'irrinunciabile  lavoro  di
3 http://www.aur-umbria.it/public/images/AUR_giovani.pdf, pagine 25 - 60.
costruzione  di  sé  viene  riproposto  incessantemente,  ridefinito,
rielaborato. “Professionisti  dell'incertezza,  scrive  la  studiosa,  della
flessibilità eretta a sistema di vita di cui la riflessività, appunto, sembra
diventare  strumento  irrinunciabile  di  orientamento.  (La riflessività  è)
navigatore fidato, in grado di indicare strade su mappe continuamente
aggiornate,  che  aprono  altre  direzioni  di  marcia,  altri  paesaggi;  (è)
collante potente in grado di tenere insieme più tempi, più luoghi, più
mondi.  E  ancora,  indispensabile  libretto  di  istruzioni  per  rompicapi
apparenti,  opposizioni/dualità  diverse  da  conflitti.  A  ben  vedere,
uomini/donne  nuovi,  che  sembrano  vivere  in  un  naturale  clima  di
libertà, ricchezza di senso, bellezza, accelerazione. Una specie, anche,
capace di reggere la sofferenza, il dolore”4.
Il  ragazzo irriflessivo è  invece  l'allodola,  il  primo uccello  del
mattino perché, assai più del riflessivo, annuncia il nuovo mondo, in cui
già siamo.
Impegnato, pressoché dalla nascita, in giochi informatici sempre
più efficaci e pervasivi, sviluppa un rapporto simbiotico con la macchina
tanto che i suoi processi cognitivi sembrano diventare un'appendice del
software ed escludono tutto quello che nel software non è integrabile.
4 http://www.aur-umbria.it/public/images/AUR_giovani.pdf, pagina 36.
Dispone solo di un pensiero empatico, un sentire immediato e comune al
gruppo  dei  coetanei,  estraneo  alla  spiegazione,  alla  dimostrazione,
all'interpretazione,  tutto contratto nel  presente.  E'  soprattutto maschio,
frequenta i  primi anni della scuola superiore,  in particolare gli  istituti
tecnici  e  professionali,  e  proviene  da  famiglie  con  ridotto  capitale
culturale.
E' chiaro che l'annuncio del nuovo mondo, fatto dall'allodola è
guardato quanto meno con apprensione.
Ma  la  trasformazione  in  atto  può  essere  esaminata  sotto  una
prospettiva  opposta:  basterebbe  soffermarsi  sulla  pluralità  dei  codici
comunicativi  ed  espressivi,  sul  potenziamento  delle  capacità  di
associazione  analogica,  sull'abilità  nel navigare e  nell'interagire.
Soprattutto, sulla possibilità, eticamente e politicamente assai rilevante,
di  costruire  una  comunità  della  conoscenza  caratterizzata  dalla
condivisione e dalla cooperazione.
L'apprensione allora svanisce, anzi, strumenti come l'e-reader e
l'e-book perdono il  loro  carattere  di  innovazione   e  assumono –  con
ottime ragioni  – quello di  conservazione.   “Quando oggi ragioniamo
attorno  alle  caratteristiche  degli  e-reader,  gli  strumenti  che  ci
permettono  di  leggere  gli  e-book,  scrive  il  Prof.  Francesco  Varanini,
quando parliamo delle differenze, o dei piccoli vantaggi o svantaggi che
distinguono  il  Kindle  di  Amazon  da  un  altro  e-reader;  quando
ragioniamo sul formato imposto ai testi da Amazon o da Google, o sui
standard  ‘aperti’ come  e-Pub,  ci  muoviamo  sempre,  in  ogni  caso,
nell’angusto  mondo  di  imitazioni  di  una  tecnologia  del  passato.
Pieghiamo il nuovo al vecchio”5.
L'e-book appare  come  la  traduzione,  nell'attualità  digitale,
dell'incunabolo  del  secolo  XV,  che  si  sforzava  di  imitare  l'antico
manoscritto, nonostante il mutamento della tecnologia, mantenendone la
struttura essenziale. Allo stesso modo l'e-book, con ostinazione miope,
vuole  riproporre  la  carta bianca,  il  foglio,  lo  sfogliare,  i  caratteri  da
stampa, la lettura sequenziale tipica del libro.
“Con gli incunaboli e con gli e-book – aggiunge il Prof. Varanini
-  non si  guarda al  futuro,  ma si  coltiva invece la sopravvivenza del
passato. La parola ci parla di oggetto neonato. Ma la realtà dell'oggetto
ci fa pensare piuttosto, sia per gli incunaboli che per gli e-book, più che
ad una culla, ad una tomba. Potremmo dire che l’e-book è la versione
tombale del libro, il libro costretto in una cassa da morto. La biblioteca,
in questa luce, appare come cimitero”6.
5 http://diecichilidiperle.blogspot.it/2013/06/le-book-come-incunabolo.html
6 Ibidem
Sullo sfondo, l'equivoco che scambia la struttura del libro con
quella  della  mente,  equivoco  non  a  caso  alimentato  dall'industria
cresciuta attorno al libro - case editrici, distribuzione, libreria – la quale
“tenta  comprensibilmente  di  sopravvivere.  Editor  e  redattori  di  case
editrici,  agenti letterari,  autori,  non sanno, o non vogliono, guardare
oltre i confini di processi di lavoro pensati in funzione dell'oggetto libro.
(…) Con l'e-book, non a caso, si tenta di replicare nel nuovo contesto -
tramite  DRM,  Digital  Right  Management  -  il  modo  di  intendere  il
‘diritto d’autore’ nato con l'oggetto-libro.”7
Asserragliata  in  un   mondo  di  carta,  che  tale  rimane  anche
quando sia soltanto virtuale, l'industria del libro costringe il testo ad una
unica  versione,  quella  stampata,  una  volta  per  tutte.  La  rivoluzione
digitale  può esaltare invece la natura originaria del testo come tessuto,
rete,  connessione in  costante  apertura, riconoscerlo  come  organismo
sempre in fieri e galassia dai confini sfumati, accoglierlo come oggetto
di interazione di una pluralità di soggetti.
7 Ibidem
1.4
Le forme del testo
Una breve ricognizione storica conferma – se ce ne fosse bisogno
– che il libro è solo una delle forme che il testo può assumere. 
C'è  stato  un  lungo
tempo  in  cui  il  testo  era
scandito  ritmicamente
nell'oralità, inciso rigidamente
nella  pietra,  avviluppato
tortuosamente  nel  papiro,
miniato  splendidamente  nel
codice.  In tutte queste forme
esso si distribuiva diversamente che nel libro. Anche nella sistemazione
che immediatamente precede il  libro – il  codice manoscritto prodotto
nello  scriptorium monastico  –  non  c'è  titolo,  né  frontespizio,  né
numerazione  delle  pagine.  Gli  stessi  incunaboli  del  XV  secolo
conservano queste caratteristiche.  Il  testo comincia direttamente,  dopo
poche parole d’introduzione (l’incipit); il nome del tipografo e il luogo di
stampa,  se  vi  sono,  si  trovano  in  fondo,  quasi  ad  assumersi  la
responsabilità  dello  scritto,  in  un  paragrafo  conclusivo  chiamato
colophon.   I primi caratteri tipografici sono naturalmente gotici, perché
gotica è la scrittura più diffusa in Europa,   sempre più efficacemente
scalzata però dalla scrittura tondeggiante e armoniosa nelle proporzioni,
considerata classica, che  gli umanisti stanno diffondendo. A partire da
questo modello, i tipografi creano un nuovo carattere di forma rotonda, il
romano.  Esso viene usato,  non a caso,  per il  primo libro stampato in
Italia che sia giunto fino a noi (il De oratore del 1465); perfezionato poi
a Venezia, prima da N. Jenson8, poi da A. Manuzio9, diventa il simbolo
dell'umanesimo.  Il  gotico  rimane  per  i  testi  religiosi  e  giuridici,  il
romano diventa il carattere preferito  per i testi antichi e umanistici.
Con l'aumento delle tirature e della distribuzione commerciale, la
8 Nicolas Jenson, tipografo francese (1404 circa – 1480). Già maestro di zecca a Parigi, lavorò a 
Venezia (1470-80) dimostrando alta capacità tecnica e gusto. Con i bellissimi caratteri romani 
(antiqua) e gotici da lui disegnati e incisi, stampò, da solo o in società con Giovanni da Colonia, 
circa 150 edizioni, producendo alcuni dei più bei libri del XV secolo, quali l'Eusebio, la Naturalis
historia di Plinio, la Bibbia latina. Per il suo valore, il papa Sisto IV lo nominò conte palatino 
(1475).
9 Aldo Manuzio, detto il Vecchio,  tipografo italiano (1449 - 1515)  Elaborò un progetto editoriale 
inteso a diffondere la letteratura greca e latina, recuperando i grandi capolavori classici in edizioni
stampate. In circa 20 anni di attività stampò 130 volumi in lingua latina, volgare e greca, 
principalmente di classici come Erodoto, Omero, Aristotele e Cicerone. Queste pubblicazioni 
sono caratterizzate da importanti novità tipografiche: in primo luogo, la sistemazione della 
punteggiatura, ovvero l'utilizzo in senso moderno del punto, della virgola, dell'apostrofo e 
dell'accento, nonché l'invenzione del punto e virgola. Promosse inoltre un nuovo tipo di libro a 
stampa, che sostituiva gli ingombranti volumi in quarto, con un formato in ottavo più 
maneggevole ed economico. La correttezza del testo, la raffinatezza della carta e i pregiati 
materiali utilizzati concorrevano comunque a renderlo un oggetto estremamente prezioso. 
L'editore coniò il carattere da lui chiamato cancelleresco, ma più noto come carattere corsivo 
aldino o italico, inciso per lui da Francesco Griffi a Bologna ed estremamente diffuso nel XVI 
secolo. Le Edizioni Aldine furono anche le prime a essere contraddistinte da un marchio: 
un’ancora con il delfino e il motto festina lente (“affrettati con calma”). 
struttura si modifica. Le reti di vendita su scala europea richiedono la
rapida  identificazione  dell'oggetto  spedito,  ricevuto,  acquistato:  nel
colophon, accanto al nome del tipografo, si aggiunge la sua marca, incisa
su  legno (prima  semplice  sigla,  poi  illustrazione  pubblicitaria,  spesso
molto elegante), che per praticità viene rapidamente trasferita all'inizio
del  libro.  Si  prende l'abitudine anche di  indicare l'autore,  il  testo e il
produttore sulla prima pagina, che diventa una superficie pubblicitaria
con tutti gli elementi di informazione: è nato il frontespizio. Inoltre, per
aiutare il lavoro del legatore, si comincia a segnare ogni foglio stampato,
che deve essere ripiegato due, quattro o più volte a seconda del formato
del libro, con una lettera dell’alfabeto stampata in basso, seguita da una
cifra indicante la successione dei fogli (segnatura); in fondo al volume
un indice (registro) con  la prima parola di ogni foglio ripiegato o con
l'indicazione delle segnature. La numerazione delle pagine col sistema
moderno appare molto più tardi.
Anche  nell'illustrazione   non c'è  rivoluzione.  Gli  schemi  sono
quelli  adottati  dai  miniaturisti:  grandi  figurazioni  in  testa  ai  capitoli,
ornamentazioni vegetali,  piccole  scene giustapposte,  iniziali  istoriate...
Certo,  confrontate  con  le  miniature,  le  xilografie  che  illustrano  gli
incunaboli dovevano apparire assai rozze, anche se oggi ci sembrano di
grande valore  espressivo.  Vengono dapprima utilizzate  le  incisioni  su
legno di immagini popolari - e quindi familiari al lettore - e associate alla
stampa del testo, per la prima volta, da A. Pfister10 a Bamberga nel 1461,
per illustrare le favole di Boner11. 
L'esempio viene seguito in Italia da U. Hahn12 nel 1467, che stampa  a
Roma  le  Meditationes del  cardinale  Torquemada13,  illustrate  da  31
xilografie. Tra il 1480 e il l490 l'impiego congiunto della tipografia e
della xilografia  è la norma. Dopo i primi anonimi artigiani,  sono gli
artisti affermati che si mettono a disposizione dei tipografi, a partire da
Dürer14.
Ben presto si rivelano le possibilità e gli effetti sconvolgenti del
10 Albrech Pfister,  tipografo tedesco (1420 circa – 1466 circa). Forse collaboratore di Gutemberg, 
ebbe una sua tipografia a Bamberga. Fu il primo tipografo a usare decorazioni xilografiche in un 
libro a stampa, l'Edelstein (1461), una raccolta di favole di Ulrich Boner e successivamente in 
altri libri a carattere popolare, tra i quali tre edizioni della Biblia pauperum.
11 Ulrich Boner, favolista svizzero vissuto a Berna intorno alla metà del sec. XIV. Domenicano, 
compose nel dialetto locale l'Edelstein (Pietra preziosa), una raccolta di 100 favolette in versi, 
derivate per la maggior parte da Esopo e rispecchianti le tendenze didattico-allegoriche del basso 
Medioevo.
12 Ulrich Hahn, tipografo tedesco, uno dei primi a stabilirsi a Roma. Era nato a Ingolstadt e fu 
cittadino di Vienna; nell'anno 1480 era già morto. È soprattutto noto per aver stampato a Roma il 
più antico libro illustrato apparso in Italia, le Meditationes del cardinale Giovanni Torquemada, 
pubblicato il 31 dicembre 1467 e di cui restano i soli due esemplari della biblioteca nazionale di 
Vienna e della biblioteca John Rylands a Manchester. 
13 Giovanni di Torquemada, vescovo e cardinale spagnolo (1388 – 1468). Domenicano, si affermò 
come insigne teologo, impegnandosi soprattutto nella difesa dell'autorità pontificia contro le 
tendenze del conciliarismo  La Summa de Ecclesia gli meritò il titolo di Defensor fidei.
14 Albrecht Dürer, pittore e incisore tedesco (1471 - 1528). È il più alto rappresentante dell'arte e 
della cultura del Rinascimento del Nord e il carattere nordico del suo temperamento si rivela 
potentemente nel predominio dell'espressione grafica, imperniata, nel senso più ampio, sul 
disegno, che va dalla composizione allo studio dal vero, al paesaggio, al ritratto. Ha lasciato anche
un importante contributo nel campo astronomico, incidendo due carte celesti, le prime a stampa 
(1515).
nuovo procedimento. Sono circa 20 milioni gli esemplari stampati tra il
1450 e il 1500: cifra impressionante, tenendo conto anche della scarsità
della popolazione e del numero degli analfabeti. 
Nei primi trent'anni si fanno tirature modeste e caute: Giovanni
da Spira15 a Venezia stampa le  Epistulae ad familiares di Cicerone nel
l469  in  100  esemplari  soltanto;  le  tirature   medie  di  Filippo  da
Lignamine16 a Roma ammontano a l50 esemplari; ma già Sweynheym17 e
Pannartz18, sempre a Roma, stampano una grammatica in 300 esemplari;
15 Giovanni da Spira, tipografo tedesco (m. Venezia 1470). Originario di Spira, studiò 
probabilmente a Lipsia e nel 1460 era a Magonza, la culla della nascente arte tipografica. Nel 
1469 si stabilì a Venezia dove, insieme al fratello Vindelino, stampò le Epistolae ad familiares di 
Cicerone e la Naturalis historia di Plinio, avendone dalla Serenissima il primo privilegio di 
stampa della storia dell'editoria. Alla sua morte continuò l'attività il solo Vindelino, almeno fino al
1477. A loro si deve, fra l'altro, la prima stampa di un'opera in volgare: il Decamerone di 
Boccaccio del 1470.
16 Giovanni Filippo De Lignamine, il primo tipografo ed editore italiano dopo l'invenzione della 
stampa a caratteri mobili in Germania. Nacque intorno al 1428 a Messina da nobile famiglia. 
Dopo aver coltivato gli studi letterari a Napoli, presso la corte aragonese, si trasferì a Roma dove, 
nel 1470, decise di aprire una tipografia a casa sua. Fece ciò – egli disse – non tanto per lucro ma 
per dar lustro alla sua nobiltà e “per scacciar l'ozio”. Veniva incontro così anche alle esigenze 
della Curia, attenta a promuovere l'arte della stampa per la possibilità che essa assicurava di 
diffusione di opere a carattere religioso. Tra i testi che De Lignamine mise a stampa vanno 
ricordati l'Herbarium di Apuleio, gli Opuscula di Orazio, i tre libri De Officiis di Sant'Ambrogio, i
Sermones e le Epistulae di San Leone Magno.
17 Conrad Sweynheym, tipografo tedesco (m. Roma 1477). Dopo l'assedio di Magonza (1462) 
venne in Italia e per invito forse del cardinale Giovanni Torquemada si stabilì a Subiaco, dove, 
con un altro tipografo, Arnold Pannartz, stampò tre volumi, i più antichi incunaboli italiani: il De 
Oratore di Cicerone (1 ottobre 1465), le opere di Lattanzio (29 ottobre 1465) e il De Civitate Dei 
di Agostino (12 giugno 1467). Di un quarto volume, il Donatus pro puerulis, ritenuto primo in 
ordine di tempo (forse 1464), non si conoscono esemplari, ma se ne ha notizia da una supplica che
i due tipografi rivolsero nel 1472 a Sisto IV. Venuti a Roma nel 1467, i due tipografi si stabilirono 
in casa Massimo e pubblicarono (settembre 1467 circa) le Epistulae ad familiares di Cicerone, e 
in seguito (1468-73) una serie di classici italiani e il commento biblico di Niccolò di Lira (1471-
72). Scioltasi la società, S. incise le carte della Cosmografia di Tolomeo, opera terminata e 
pubblicata poi (1478) da A. Buckinck.
18 Arnold Pannartz, tipografo tedesco (m. Roma 1476). Introdusse in Italia la stampa a caratteri 
mobili, insediando una tipografia insieme con Sweynheym presso il monastero benedettino di 
Subiaco. Nel 1467 trasferì la tipografia a Roma presso la casa della famiglia Massimo (il primo 
incunabolo romano sono le Epistolae ad familiares di Cicerone). Interrotta nel 1473 la 
collaborazione con Sweynheym, continuò l'attività presso la casa dei Massimo, stampando 
classici (Sallustio, Seneca, Stazio), nonché i Rudimenta grammatices di N. Perotti e le Elegantiae 
di lì a poco Vindelino da  Spira a Venezia lancia in 1000 esemplari i
commentari del Panormita alle Decretali (1471). Dopo il 1480 il mercato
del  libro  comincia  a  organizzarsi:  diminuisce  il  prezzo  e  aumenta  la
tiratura,  che si  stabilizza su una media di  100 esemplari  alla fine del
secolo.
La  rivoluzione  tipografica –  ammesso  che  l'espressione  sia
appropriata,  vista  la  modalità  di  transizione  dal  manoscritto  al  libro
stampato – non può essere valutata che positivamente: coinvolgimento di
un  maggior  numero  di  lettori,  circolazione  di  idee,  rinnovamento
culturale...
Prodotto tecnico di straordinario rilievo per la storia del mondo
moderno, il libro si muove su un duplice piano: il primo è quello della
divulgazione, che allarga la cerchia dei fruitori di cultura e, nello stesso
tempo, permette di salvare dall'oblio opere affidate alla tradizione orale o
a manoscritti di pessima qualità (poemi cavallereschi, rappresentazioni
sacre,  commedie...);  il  secondo  è  quello  che  può  essere  definito
umanistico, in quanto rende accessibili testi rari e introvabili, mettendo
in contatto esperienze culturali diverse nel tempo e nello spazio.
L'apprezzamento di tutto questo può sembrare scontato ed è, in
di L. Valla. 
effetti, pressoché unanime. Eppure, in un saggio degli anni Settanta del
secolo  scorso19 il  sociologo  canadese  H.  M.  McLuhan  attribuisce
all'introduzione della stampa – se non addirittura a quella della scrittura
– la responsabilità di  aver fatto fare un salto netto e drammatico alla
storia  dell'umanità,  che  egli  valuta  negativamente.  Prima  della
detribalizzazione operata dall'invenzione della scrittura, l'uomo viveva in
una condizione di profonda integrazione con la sua comunità, la tribù, ed
era  inserito  in  un  ambiente  uditivo ricco  e  significativo.  Dalla
separazione  tra  la  parola  ascoltata  e  la  parola  scritta,  e  quindi
dall'introduzione della scrittura ma soprattutto della stampa, McLuhan fa
derivare una serie di conseguenze, tra cui la perdita dell'unità integrata
dei sensi, il primato della vista, la disgregazione sociale - in quanto la
stampa è una tecnologia che isola (si legge da soli)  - e quindi la nascita
dell'individualismo per i singoli e del nazionalismo per le comunità più
ampie.
Che dire? La sua posizione di  laudator temporis acti  merita di
essere ricordata perché anticipa quella di quanti oggi temono – e ce ne
sono – l'avvento del digitale come fattore di erosione e dissoluzione della
logica  sequenziale,  che  nel  libro  troverebbe  la  sua  espressione  più
19 H.M. McLuan, La Galassia Gutenberg. Nascita dell'uomo tipografico, trad. di S.Rizzo, Armando,
Roma, 1976
efficace e alla quale sarebbe legato il primato della civiltà occidentale.
Indagine storica e riflessione critica concordano invece nel mostrare che,
se del libro non è possibile sbarazzarsi, almeno fino a quando vorremo
servirci di testi che in quella forma sono stati concepiti, è però altrettanto
arbitrario costringere nel libro ogni testo. Anzi, l'organizzazione del testo
in altre forme, se da una parte recupera un'esperienza millenaria, che la
tipografia  ha  largamente  occultato,  dall'altra  apre  ambiti  di
sperimentazione altrimenti impensabili. 
Il vecchio equivoco, che postula la corrispondenza della struttura
del libro a quella della mente, non può essere ulteriormente conservato.
1.5
Una soluzione di compromesso
Quand'anche decidessimo - e non è questo il caso - di additare la
destrutturazione del testo come radice di tutti i mali, non si potrebbero
tacere le altre ragioni che hanno spinto questo progetto verso la scelta di
PDF  come  formato  di  memorizzazione  in  opposizione  a  formati  più
liberi da costrizioni formali, come la TEI (su cui rifletteremo nell'ultimo
capitolo di questo volume).
La prima è che la quasi totalità della produzione letteraria che ci
è giunta è stata pensata, sviluppata e tramandata su carta stampata. Se
ancora oggi gli editori sono restii a codificare i propri libri, linfa vitale
della  loro  attività,  in  formati  che  non  prevedano  unicamente
informazioni grafiche destinate alla stampa, fino a qualche decennio fa la
sola  possibilità  di  farlo  era  pura  fantascienza.  Se  ne  deduce  che,
quand'anche  un  libro  non  fosse  disponibile  in  formato  digitale
(tipicamente  PostScript  o  un  suo  sottoinsieme,  PDF),  questi  sarebbe
facilmente digitalizzabile dal cartaceo in uno dei formati che prevedano
la memorizzazione delle informazioni grafiche destinate alla stampa: ci
sono  servizi,  come  Google  Books,  che  lo  fanno  addirittura
automaticamente!
Ben diverso, sia come valore acquisito sia, purtroppo, come costo
di  esecuzione,  sarebbe  digitalizzare  lo  stesso  titolo  direttamente  in
formato  TEI  o  altri  formati  che  gestiscano  anche  la  semantica  dei
contenuti, oltre che la loro rappresentazione. A quel punto si avrebbe un
corpus di grande valore, specialmente in contesti di ricerca linguistica
(ma non solo), ma allo stesso tempo più complesso e meno immediato da
visualizzare.
Obbiettivo sicuramente da perseguire sarà quello di avere tutto lo
scibile  umano  in  un  formato  universale,  open  source,  con  valore
semantico come quello proposto dalla TEI. Sviluppare nell'immediato un
lettore ebook basato su tale formato, tuttavia, non sarebbe produttivo: i
testi codificati TEI sono ancora una ridottissima minoranza (mentre di
ebooks in formato PDF è pieno il mare di Internet), codificarli in tale
formato richiederebbe tempo ed energie non indifferenti, dal momento
che  non  è  una  operazione  completamente  automatizzabile,  ed  infine
un'applicazione sviluppata ora, nel vorticoso ed inarrestabile procedere
della tecnologia, sarà utilizzabile solo per i prossimi cinque o al massimo
dieci  anni.  Insomma,  per  quando  ci  fosse  una  cospicua  quantità  di
contenuti in formato TEI, l'applicazione sarebbe ormai incompatibile con
la gran parte dei dispositivi in circolazione.
Per questi motivi si è proceduto a sviluppare un'applicazione che
fosse utilizzabile  nell'immediato e  che potesse  raccogliere  la  maggior
quantità di titoli con il minor intervento umano, potendo contare su un
formato robusto, standard ed aperto (sebbene non fin dall'inizio) come il
PDF.
Nel  prossimo  capitolo  si  scenderà  nel  dettaglio
dell'implementazione di questa soluzione: il lettore di ebook aumentati
Leaf.
Capitolo 2
Realizzazione
2.1
Architettura
L'evoluzione tecnologica ci  ha  portato ad astrarre  l'interazione
con  un'applicazione  dagli  artefatti  tecnici  che  ne  permettono  il
funzionamento.  La  tendenza  è  quindi  quella  di  fornire  un  sistema  di
gestione completo del contenuto che permetta di non scendere al livello
materiale del download e trasferimento manuale del file: l'utente finale
può  ignorare  le  meccaniche  che  ne  permettono  l'acquisizione  e
preoccuparsi solo della consultazione.
Questo sistema è già standard in una vasta gamma di prodotti
tecnologici che va dagli smartphone, che possono installare applicazioni
per mezzo di store20, ai televisori intelligenti che permettono il noleggio
di film direttamente per mezzo del telecomando, ai lettori eBook come il
Kindle di Amazon che permettono l'acquisto e download automatico dei
contenuti.
Leaf  permette  il  download  dei  contenuti  presenti  in  catalogo
grazie alla semplice architettura client-server descritta in figura.
20 Si tratta di applicazioni integrate nel sistema che si occupano di mostrare una libreria di 
applicazioni disponibili e di permetterne il download. Alcuni esempi:  Apple Store su iOs, Google 
Play Store su Android e Windows Marketplace su Windows Phone.
Server Client
28552626
86146232
31452515
874212523
CATALOGO.ZIP
CATALOGVERSION.INI Verify
Update
Download
Timestamp  catalogo presente in app
Should update:  YES / NO
Catalog.zip  + size +  MD5
ISBN
Book.zip  + size +  MD5
Il sistema è studiato per permettere l'aggiornamento del catalogo
nel caso in cui vengano aggiunti nuovi contenuti. Per fare questo, viene
esposto un servizio verify.php che accetta come parametro il timestamp
in Unix Time21 del catalogo presente correntemente nell'app. 
<response>
  <result value="<?php
    //Usage: verify.php?timestamp=0
    $clientTimestamp = $_GET['timestamp'];
    $catalogVersionIniFileValues = parse_ini_file("catalogVersion.ini");
    $catalogTimestamp = $catalogVersionIniFileValues['catalogVersion'];
    if($catalogTimestamp>$clientTimestamp){
      echo "YES";
    } else {
      echo "NO";
    }
    ?>"/>
</response>
Il servizio legge il valore del catalogo presente sul server da un
file  catalogVersion.ini,  che  andrà  aggiornato  ogni  qual  volta  viene
21 Si tratta dello standard per la rappresentazione di date in informatica: è il numero di millisecondi 
trascorsi dal primo gennaio 1970. Permette di gestire le date come semplici informazioni 
numeriche.
caricato un nuovo catalogo sul server. Se il catalogo presente sul server è
più aggiornato di quello del client, restituirà "YES", altrimenti "NO".
; Questo file contiene il numero di versione dell'attuale catalogo.
; Il catalogo dovrà essere presente nella stessa cartella come file zip con nome
catalog-TIMESTAMP.zip, dove TIMESTAMP è il momento, in Unix time, in cui è stato
pacchettizzato il catalogo.
; Il file zip dovrà contenere il DB col nome catalog.db e una cartella "images"
contenente le copertine.
[catalog]
catalogVersion = 1430079683000
L'app  effettuerà  quindi  una  chiamata  del  tipo  verify.php?
timestamp=2664614483451368
e,  nel  caso in cui  il  server
risponda  "YES",  l'utente
visualizzerà  un  popup  che
chiede  se  aggiornare  il  catalogo.  In  caso  di  risposta  affermativa,  si
proseguirà con la richiesta update.php descritta in seguito. Per limitare la
quantità di richieste ricevute dal server, viene salvato nel dispositivo il
timestamp dell'ultima  chiamata  a  verify.php e  ne  verrà  effettuata  una
nuova solo se saranno passate almeno 24 ore.
Al primo avvio dell'applicazione e ogni qual volta si  palesi  la
necessità  di  aggiornare  il  catalogo  e  l'utente  decida  di  consentire  il
download, l'applicazione effettuerà una chiamata al servizio update.php,
il  quale  non  richiede  alcun  parametro.  Tale  servizio,  la  cui
implementazione è mostrata di seguito, si  limita a restituire il  file del
catalogo corrente, come specificato nel file .ini di cui sopra.
<?php
$catalogVersionIniFileValues = parse_ini_file("catalogVersion.ini");
$catalogTimestamp = $catalogVersionIniFileValues['catalogVersion'];
$file = "catalog-".$catalogTimestamp.".zip";
$fileMD5 = md5_file($file);
if (file_exists($file)) {
    header('Content-Description: File Transfer');
    header('Content-Type: application/octet-stream');
    header('Content-Disposition: attachment; filename='.basename($file));
    header('Expires: 0');
    header('Cache-Control: must-revalidate');
    header('Pragma: public');
    header('Content-Length: ' . filesize($file));
    header('Content-MD5: '.$fileMD5);
    readfile($file);
    exit;
}
?>
Nell'header della risposta il servizio si preoccuperà di inserire le
dimensioni del file, che saranno utilizzate per mostrare una progression
bar durante il download, e il checksum MD5 dello stesso, necessario a
determinare  se  il  file  scaricato  è  integro  (dettaglio  non  scontato,  per
un'applicazione pensata per essere usata su dispositivi mobili).
Il  contenuto del file restituito sarà illustrato nel dettaglio nella
prossima  sezione,  "Dati",  per  ora  ci  basti  sapere  che  c'è  tutto  il
necessario per mostrare a schermo il catalogo e permettere all'utente di
scaricare uno o più titoli. Ogni titolo è identificato da un codice univoco,
pseudocasuale per i titoli che non lo posseggono.
Tale  codice  sarà  inserito  come  parametro  nella  chiamata
download.php che l'applicazione effettuerà su richiesta di download del
titolo da parte dell'utente.
<?php
$file = "books/".$_GET['ISBN'].".zip";
$fileMD5 = md5_file($file);
if (file_exists($file)) {
    header('Content-Description: File Transfer');
    header('Content-Type: application/octet-stream');
    header('Content-Disposition: attachment; filename='.basename($file));
    header('Expires: 0');
    header('Cache-Control: must-revalidate');
    header('Pragma: public');
    header('Content-Length: ' . filesize($file));
    header('Content-MD5: '.$fileMD5);
    readfile($file);
    exit;
}
?>
Questa  chiamata  è  molto  simile  alla  update.php,  con  l'unica
differenza che il nome del file non verrà composto in base al file .ini
citato  precedentemente,  ma  al  parametro  ISBN.  Tutte  le  osservazioni
sulla restituzione della lunghezza del file e del checksum restano valide.
2.2
Dati
Come abbiamo visto nella precedente sezione, Leaf basa il suo
funzionamento su due tipi di files: il catalogo e il libro. Entrambi questi
tipi di contenuto sono definiti da un insieme di files XML, DB SQLite e
PDF compressi in un file .zip. La scelta dei formati non è casuale: tutti
questi formati sono standard e open source (o lo sono diventati22) e sono
adatti  all'uso  su  applicazioni  mobile.  XML è  stato  scelto  per  la  sua
capacità  di  rappresentare  strutture  dati  diverse  in  maniera  human
readable, PDF è stato scelto in quanto standard aperto per la diffusione
di eBook nonché sottoinsieme del PostScript23, linguaggio d'eccellenza
per la stampa, SQLite è stato scelto in quanto database adatto all'accesso
rapido alle informazioni (necessario per il funzionamento, ad esempio,
della  ricerca  full  text  all'interno  di  ogni  libro)  e  unico  database
supportato di default in Android e zip è il formato di compressione ormai
universalmente  riconosciuto,  utile  sia  a  ridurre  le  dimensioni  del
pacchetto sia a raggruppare i contenuti in un singolo file.
22 Bisogna precisare che PDF è una creazione di Adobe e che ne esistono varie versioni, alcune 
completamente standard, aperte e addirittura certificate ISO, altre proprietarie di Adobe e non 
largamente supportate.
23 Postscript è un'altra creazione di Adobe, meno conosciuta di PDF (che ne è difatto un derivato 
semplificato) perché più usata nel contesto dell'editoria che in quello della diffusione di testi. Per 
informazioni: http://www.adobe.com/products/postscript/
Per  quanto
riguarda  il  catalogo,
possiamo  vedere
nell'immagine  il
contenuto  tipico:
nella  root  del  pacchetto  dovrà  essere  ospitato  il  database  SQLite
contenente  la  lista  dei  titoli  ed  una  cartella  "images"  contenente  le
copertine dei libri in due dimensioni: una piccola da mostrare nella lista
del  catalogo,  un'altra  a  dimensione  originale  da  mostrare  durante
l'apertura del libro.
Il database è definito in base alla seguente query e memorizzato
in un file catalog.db.
CREATE TABLE INFO (version TEXT PRIMARY KEY);
CREATE TABLE CATEGORY (id INTEGER PRIMARY KEY, categoryTitle TEXT,
categoryDescriptor TEXT, categoryOrder INTEGER);
CREATE TABLE CONTENT (id INTEGER PRIMARY KEY AUTOINCREMENT, abstract TEXT
DEFAULT NULL, author TEXT DEFAULT NULL, bookmark INTEGER DEFAULT 1, categoryId
INTEGER DEFAULT 0, content_order INTEGER  DEFAULT 0, product_id TEXT DEFAULT
NULL, search INTEGER  DEFAULT 1, searchAllPages INTEGER DEFAULT 1, series TEXT
DEFAULT NULL, textualNote INTEGER  DEFAULT 1, title TEXT DEFAULT NULL, year
INTEGER  DEFAULT NULL);
Si otterrà quindi la struttura visibile in figura, i cui campi sono
spiegati a seguire.
Tabella Category 
Si tratta di una predisposizione: è pensata per
permettere, in un futuro, di dividere il catalogo
in categorie.
• id: identificativo numerico della
categoria (primary key)
• categoryTitle: titolo della categoria
• categoryDescriptor: breve testo di
descrizione della categoria
• categoryOrder: campo numerico di
ordinamento delle categorie: più il
numero è basso, più in alto dovrebbe
comparire rispetto alle altre
Tabella Content
È il cuore del catalogo: contiene tutti i titoli
disponibili.
• id: identificativo numerico del titolo
• abstract: breve testo di presentazione del
titolo
• author: autore del titolo
• bookmark: campo booleano che
definisce se la funzione segnalibri è
abilitata per quel titolo
• categoryId: riferimento all'id delle
categorie di cui sopra, serve per inserire
il titolo in una categoria
• content_order: campo numerico di ordinamento dei titoli: più il numero è 
basso, più in alto dovrebbe comparire rispetto agli altri
• product_id: ISBN o codice univoco del titolo
• search: campo booleano che definisce se la funzione di ricerca per pagina è 
abilitata per quel titolo
• searchAllPages: campo booleano che definisce se la funzione di ricerca su 
tutto il testo è abilitata per quel titolo. Se impostato a 1, lo zip del titolo deve 
contenere un database di ricerca FullText (vedere la parte relativa lo zip del 
libro)
• series: contiene il genere del testo
• textualNote: campo booleano che definisce se la funzione di aggiunta note 
dell'utente è abilitata per quel titolo
• title: Titolo dell'opera
• year: Anno di pubblicazione
Tabella Info
Contiene i metadati del catalogo
• version: il timestamp di rilascio del catalogo, necessario per l'aggiornamento 
dello stesso (vedere sezione "Architettura").
La struttura del pacchetto contenente il libro è più complessa, ed è composta di:
• book.db: il 
database per la 
ricerca fulltext 
nel libro
• hotspots.xml: il 
file XML che 
definisce la 
posizione delle 
aree sensibili nel 
libro
• index.xml: il file 
XML che 
definisce l'indice 
del libro
• maindocument.p
df: il file PDF 
contenente il 
libro stesso
• Tutta una serie di files che servono da anteprime o contenuti per gli hotspots, 
in formati come mp3, mp4, avi, jpg, png, html, pdf.
La parte  più complessa  di  questo  pacchetto  è  senza  dubbio il
database per la ricerca fulltext.
Cercare una parola in un documento PDF composto da migliaia
di  pagine,  scorrendo  le  pagine  ad  una  ad  una,  è  sicuramente  un
procedimento dispendioso24, specialmente se eseguito su un dispositivo
mobile con una potenza di calcolo limitata. Per ottenere una ricerca in
tempo reale l'unica soluzione possibile è quella di riorganizzare i dati in
un  database  che  permetta  un  accesso  rapidissimo  ed  una  ricerca  che
restituisca direttamente la posizione della parola cercata (indicizzazione).
Fortunatamente  SQLite  ci  mette  a  disposizione  delle  funzioni
(fts3 e la sua versione aggiornata fts4) per generare delle tabelle virtuali
finalizzate proprio alla  ricerca full  text,  permettendoci  di  non doverci
sporcare le mani con dettagli implementativi.
È  necessario  innanzi  tutto  creare
una tabella virtuale per la ricerca full text,
per mezzo del comando
CREATE VIRTUAL TABLE pages USING
fts4(page_number INTEGER, content TEXT);
Il  risultato  è  visibile  in  figura:
sono state aggiunte tutta una serie di tabelle,  contenenti  indici  e blob
binari,  che  verranno  utilizzate  dal  motore  SQLite:  non  ci  dovremo
24 Infatti una ricerca effettuata in questo modo richiederebbe un algoritmo che scorra tutto il 
contenuto del PDF, tenendo in considerazione solo le parti testuali. Questo processo su documenti
di svariate decine di megabyte, come gran parte dei libri in circolazione, può essere 
particolarmente lento, specialmente se eseguito su un dispositivo con poca potenza di calcolo.
preoccupare  di  leggere  o  scrivere  direttamente  dati  da  quelle,  sarà
sufficiente aggiungere pagine alla tabella "pages" con la query
INSERT INTO pages(page_number, content) VALUES('1',  'Contenuto  contenuto
contenuto...');
Stiamo, sostanzialmente, inserendo delle righe che associano il
testo della pagina al numero di pagina. SQLite si preoccupa di generare
tutte le strutture dati necessarie alla ricerca ed inserirle nelle altre tabelle
visibili in figura.
Leaf  andrà  poi,  durante  la  ricerca  dell'utente,  ad  effettuare  la
seguente query per ottenere i risultati dal motore SQLite:
SELECT page_number, snippet(pages) FROM pages WHERE content MATCH "testo
cercato";
Possiamo  vedere
come  uno  dei  campi
selezionati non sia un vero
campo, ma una "funzione"
SQLite  chiamata  sulla
tabella  pages:  snippet(pages)  restituisce  un  breve  intorno  del  testo
cercato  per  contestualizzarlo  nella  lista  di  risultati  visibile  in  figura.
Questo è uno dei goodies messi a disposizione da fts4.
Avendo così ottenuto il numero di pagina in cui ricorre la stringa
cercata,  Leaf procederà a  visualizzare la pagina giusta ed evidenziare
ogni occorrenza della stringa cercata per mezzo della ricerca su singola
pagina fornita  dalla libreria  Radaee utilizzata  già  per  il  rendering del
PDF. Tale  ricerca,  essendo su singola pagina,  sarà  immediata,  a  tutto
vantaggio della user experience.
Non  si  può  però  considerare  conclusa  questa  sezione  senza
fornire  un  esempio  dei  files  XML  che  veicolano  il  catalogo  e  le
informazioni sulla posizione degli hotspots. 
Il  primo,  molto  immediato,  è  rappresentato  da  un  XML del
genere:
<?xml version="1.0" encoding="UTF-8"?>
<indexes>
<index type="element" title="Capitolo  1" page="1" abstract="L'eroe  si
presenta" numberId="1" level="1"/>
<index type="element" title="Sottocapitolo: i Baffi" page="3" abstract="I
baffi dell'eroe" numberId="2" level="2"/>
<index type="element" title="Capitolo 2" page="12" abstract="L'eroe trae
in salvo la donzella" numberId="3" level="1"/>
</indexes>
Grazie agli elementi numberId (che gestisce l'ordinamento degli
elementi) e level (che gestisce l'indentazione da sinistra degli stessi), il
risultato del codice mostrato sopra sarà il seguente:
• Capitolo 1 - L'eroe si presenta
◦ Sottocapitolo: i Baffi – I baffi dell'eroe
• Capitolo 2 - L'eroe trae in salvo la donzella
Gli altri attributi presenti sono autoesplicativi. Più interessante è
invece l'XML che definisce gli hotspots:
<?xml version="1.0" encoding="UTF-8"?>
<pages>
    <page num="2">
        <hotspot type="aud" centerX="146" centerY="148" width="114"
height="114" isDirect="1" controls="1" src="audio.mp3"/>
    </page>
    <page num="3">
<hotspot type="mov" centerX="153" centerY="390" width="114" height="114"
isDirect="0" controls="1" src="video.mp4" image="video.jpg"/>
    </page>
    <page num="6">
        <hotspot type="tq" centerX="146" centerY="148" width="114"
height="114" isDirect="1" ISBN="9780156012195" pageNumber="54"/>
    </page>
</pages>
Come possiamo vedere, ogni pagina è rappresentata da un tag,
che può contenere un numero indefinito di hotspots diversi. Ogni hotspot
viene ancorato alla pagina grazie
alle sue coordinate PDF (questo
verrà descritto in dettaglio nella
sezione “Gli hotspots”). 
Un  sistema  comodo  per
ottenere  le  coordinate  è
utilizzare  l'applicazione
Anteprima  di  MacOS,  come  in
figura.
Il tipo di hotspot è indicato per mezzo dell'attributo type, che può
assumere i seguenti valori:
• aud: Un file audio (MP3, Waw etc.)
• mov: Un video (MP4, Avi etc.)
• img: Una immagine singola (Jpg, Png, Svg, Bmp etc.)
• sld: Uno slideshow di più immagini
• tq: Transquoter, un link ad un punto di un altro documento o dello stesso 
documento
• zoom: Effettua lo zoom della pagina fino a che l'area dell'hotspot occupa tutto
lo schermo. Utile per box di testo.
• url: Collegamento ipertestuale ad una pagina web
• text: Un testo HTML o PDF
Ogni  hotspot  può  avere  un'anteprima  associatagli  per  mezzo
dell'attributo  image o  essere  trasparente  (nel  caso  in  cui  lo  si  voglia
applicare sopra un'area già illustrata nel PDF).
Ogni  hotspot  può  inoltre  essere  diretto  (può  funzionare
direttamente dalla sua posizione nella pagina, ad esempio un video che
clickato  parte  direttamente  dalla  propria  posizione)  o  indiretto
(visualizzato in una finestra e quindi, nel caso dell'esempio precedente,
quando  si  tocca  l'oggetto  il  video  non  parte  dalla  pagina  ma  viene
visualizzata  una  finestra  contenente  il  player).  Questa  caratteristica  si
specifica per mezzo dell'attributo isDirect.
Alcuni  attributi  sono  peculiari  di  alcuni  tag:  nel  caso  degli
hostpots  audio  e  video  è  necessario  indicare  la  posizione  del  file
multimediale  con  src=”nomefile.mp3” ed  è  possibile  decidere  se
mostrare i controlli del player (controls=”1”) o nasconderli, mentre nel
caso  dell'hotspot  transquoter  è  necessario  specificare  l'ISBN  della
pubblicazione  di  destinazione  e  la  pagina  a  cui  puntare  (ISBN  e
pageNumber).
Infine,  l'attributo  src  è  obbligatorio  anche  nel  caso  dello
slideshow di immagini, ma dovrà contenere un carattere speciale (#) da
sostituire con il numero della slide: specificando src=”image#.jpg” Leaf
andrà a cercare image1.jpg, image2.jpg, image3.jpg e così via. Al primo
file non trovato, ricomincerà dall'inizio.
2.3
Framework Android
Leaf è stata sviluppata con le best practices Android in mente25.
Il  framework  di  sviluppo  per  Android  è  basato  su  Java  e
strutturato in modo da favorire un approccio tendente al MVC (Model-
View-Controller). Le view sono definite per mezzo di files XML come il
seguente:
<?xml version="1.0" encoding="utf-8"?>
<LinearLayout xmlns:android="http://schemas.android.com/apk/res/android"
    android:layout_width="match_parent"
    android:layout_height="match_parent"
    android:orientation="horizontal"
    android:padding="5dp" >
    <LinearLayout
        android:layout_width="wrap_content"
        android:layout_height="wrap_content"
        android:layout_marginLeft="10dp"
        android:layout_weight="1"
        android:orientation="vertical" >
        <TextView
            android:id="@+id/listfragment_bookmarkitem_firstline"
            android:layout_width="wrap_content"
            android:layout_height="wrap_content"
            android:ellipsize="end"
            android:maxLines="1"
            android:text="PageNo"
            android:textAppearance="?android:attr/textAppearanceLarge" />
        <TextView
            android:id="@+id/listfragment_bookmarkitem_secondline"
            android:layout_width="match_parent"
            android:layout_height="wrap_content"
            android:ellipsize="end"
            android:maxLines="1"
            android:text="Lorem ipsum dolor sit amet, consectetur
adipiscing elit."
            android:textAppearance="?android:attr/textAppearanceSmall" />
    </LinearLayout>
    <ImageView
        android:id="@+id/listfragment_bookmarkitem_deletebutton"
        android:layout_width="wrap_content"
        android:layout_height="wrap_content"
25 Google fornisce una gran quantità di documentazione chiara ed esaustiva sul sito 
developer.android.com, spaziando dalla grafica al design, user interaction, best practices e 
ovviamente javadoc e sorgenti dell'intero progetto AOSP (Android Open Source Project).
        android:src="@drawable/ic_bookmark_256_remove" />
</LinearLayout>
Il risultato dell'xml mostrato sopra è la generazione della casella
della lista dei segnalibri visibile in figura.
Come  è  possibile  notare  dallo  screenshot,  la  generazione
dell'XML del layout è supportata da un apposito interface builder che
Google fornisce con gli strumenti di sviluppo Android.
Ogni elemento della view è accessibile da una classe che estenda
Activity nel seguente modo:
TextView firstLine = 
(TextView)viewContenitore.findViewById(R.id.listfragment_bookmarkitem_fir
stline);
View deleteButton = 
convertView.findViewById(R.id.listfragment_bookmarkitem_deletebutton);
firstLine.setText("Pagina 20 – Titolo segnalibro");
deleteButton.setOnClickListener(new OnClickListener() {
@Override
public void onClick(View v) {
//Eseguito quando il bottone viene clickato, elimina il 
segnalibro
}
});
Come è possibile  notare,  la  procedura è  molto simile  a quella
adottata da gran parte dei framework a finestre come Swing, GTK etc,
con l'unica differenza che gli  oggetti  grafici,  specificati  nel  file XML
visto  precedentemente,  vengono  istanziati  dal  framework  di  Android
durante il normale ciclo di vita dell'activity26.
L'Activity rappresenta un'attività dell'utente: si tratta quindi di un
concetto astratto. Le linee guida consigliano di dividere le funzionalità
dell'applicazione  in  varie  attività  separate.  Ogni  activity  mette  a
disposizione  delle  funzionalità  di  sistema,  come la  barra  superiore  di
Android,  ActionBar,  ed un  ciclo di  vita consistente  nella  chiamata di
alcuni  metodi  (che  possiamo  implementare,  se  lo  desideriamo)  che
descrivono lo stato della nostra applicazione. Alcuni esempi sono:
• onCreate: la nostra Activity è stata creata ma non ancora visibile, 
inizializziamo le variabili, carichiamo i dati e costruiamo la vista
• onStart: la nostra Activity è visibile all'utente, si va in scena! 
• onPause: la nostra Activity non è più visibile, magari perché l'utente ha 
26 Per decidere quale view debba essere instanziata per ogni activity saremo noi a chiamare 
showContentView, mentre per fragment, adapter etc sarà il sistema a chiamare un metodo che 
estendiamo e farsi restituire la view costruita programmaticamente o per mezzo di un file XML ed
un layoutInflater. Ulteriori informazioni su developer.android.com
ricevuto una telefonata o è passato ad un'altra applicazione
• onDestroy: l'utente non sta usando l'activity da tempo ed il sistema ha 
bisogno di liberare risorse: smantelliamo tutto e liberiamo la memoria
Dalla  versione  3  di  Android,  inoltre,  sono  stati  inseriti  i
Fragment,  dei  "frammenti  di  attività",  che  possono  essere  riarrangiati
sullo  schermo  in  base  allo  spazio  disponibile,  questo  per  permettere
interfacce  diverse  su  Tablet,  Smartphone,  TV  e  dispositivi  wearable
(smartwatch). Ogni fragment può avere una sua view, esattamente come
le activity. Il modo d'uso consigliato è quello di strutturare un'activity
che  abbia  nella  view  tanti  contenitori  quanti  fragment  si  desidera
visualizzare  contemporaneamente.  In  ogni  contenitore  si  possono
alternare più fragment diversi a seconda delle funzionalità che l'activity
vuole esporre al momento.
Leaf, essendo un lettore eBook, non ha motivo di esistere che su
tablet.  È  stata  quindi  inibita  l'esecuzione  su  tutti  i  dispositivi  con
schermo  inferiore  ai  7  pollici  ed  i  fragment  sono  stati  utilizzati  per
definire delle sotto-attività, vedremo a breve come.
Leaf  è  composto  di  due  activity  principali:  il  Catalogo  ed  il
Lettore
  
In  aggiunta  a  queste,  sono  state  definite  altre  activity  per  la
visualizzazione di dialog personalizzati e per gli hotspots indiretti (che
quindi compaiono in sovrimpressione rispetto all'activity del lettore).
Il  Catalogo  è  composto  da  un'activity  contenente  un  singolo
fragment mostrato a tutto schermo, che contiene una griglia di titoli con
le  relative  copertine  ed  i  pulsanti  di  download.  L'actionbar  definita
dall'activity ha come unica funzionalità mostrare un filtro che permetta
di vedere tutto il catalogo o solo gli elementi già scaricati.
L'activity del Lettore è più complessa. L'action bar che instanzia
ha  sia  funzione  di  navigazione  (con  il  tasto  indietro rappresentato
dall'icona di Leaf e la lista dei titoli scaricati per poter saltare dall'uno
all'altro senza tornare al catalogo) sia funzione di menù (con i tasti rapidi
Aggiungi  segnalibro,  Evidenzia,  Vai  a  pagina e  le  funzioni  del  menu
Mostra  anteprime  e  Cancella  libro).  Questa  activity,  a  differenza  di
quella del catalogo, è predisposta con due contenitori, ognuno destinato
ad un fragment.
Questi  due  contenitori  sono  impostati  in  modo  da  adattare  le
proprie  dimensioni  al  contenuto  grazie  all'attributo  wrap  content.  In
questo modo il contenitore con più view (o con le view più ingombranti)
occuperà più spazio dell'altro. Il caso estremo è quello di un contenitore
completamente  vuoto  e  l'altro  pieno  (contenente  ad  esempio  un
fragment). Questo è il caso della visualizzazione standard del Lettore.
Il fragment principale, visualizzato a tutto schermo, contiene il
renderer PDF Radaee e una barra verde laterale con le icone delle varie
funzionalità (indice, ricerca, lista segnalibri e annotazioni utente).
L'altro box, invece, è in questo momento appiattito al margine
sinistro dello schermo, essendo di default vuoto.
Quando si  preme uno
dei  tasti  della  barra  verde,
però, tale box viene popolato
con  il  fragment
corrispondente  alla
funzionalità selezionata,  nella
fattinspecie:
• IndexListFragment.java
(mostra l'indice del libro)
• TextSearchFragment.java
(mostra la funzionalità di
ricerca per pagina o full text
e l'elenco dei risultati)
•
BookmarkListFragment.java
(mostra i bookmarks creati
dall'utente e permette di eliminarli)
• UserAnnotationListFragment.java (mostra le note create dall'utente)
A fragment caricato, il box riacquista il suo "peso" nel calcolo
della  distribuzione  dello  spazio  sullo  schermo27 ed  il  risultato  è  una
schermata divisa in parti uguali, come in figura. Il fragment principale è
stato solo ridimensionato, ma la barra verde ha una larghezza fissa e il
contenuto  dell'area  in  cui  è  renderizzato  il  PDF  non  viene  riscalato,
mostrando la pagina parzialmente al di fuori dell'area visibile, creando
27 Per informazioni sul ciclo di vita di disegno dei layout: 
https://developer.android.com/guide/topics/ui/how-android-draws.html
quindi una sensazione di scorrimento della intera schermata verso destra.
È importante  notare  come,  in  questo caso,  il  ciclo di  vita  del
fragment sia slegato da quello dell'activity: i fragment del secondo box
vengono istanziati, utilizzati e rimossi più volte in un singolo ciclo di
vita dell'activity, e sono quindi considerabili entità indipendenti.
Sempre  nell'ottica  di  garantire  all'utente  una  user  experience
solida  con  gli  standard  del  proprio  sistema  operativo,  sono  state
predisposte delle notifiche di sistema per gli eventi di scaricamento in
corso (con barra di progressione) e download completato. Le notifiche
vengono ovviamente rimosse in caso di download fallito, ad esempio per
mancanza di connessione, e sono attive: toccando la notifica di download
completato  di  un  titolo  verrà  aperta  Leaf  e  verrà  visualizzato
direttamente il titolo in oggetto.
La  gestione  delle
notifiche  è  affidata  al
Notification  Manager,  un
elemento del framework Android a cui noi andremo ad affidare la view
della  notifica  (definita  anch'essa  con un XML come visto  sopra)  e  a
notificare  ogni  singolo  aggiornamento  (ad  esempio  un  avanzamento
della progressione del download, un download completato o la necessità
di  rimuovere  la  notifica).  Nel  momento della  creazione  della  notifica
viene anche istruito il sistema operativo sull'operazione da effettuare in
caso  di  click  da  parte  dell'utente:  nel  nostro  caso  verrà  inviato  un
messaggio  di  sistema  alla  nostra  applicazione  (Intent28)  contenente,
all'interno  di  un  oggetto  Bundle, l'ISBN  del  titolo  per  la  sua
identificazione e visualizzazione. Nel caso in cui la nostra applicazione
non fosse più visibile, sarà premura del sistema operativo rimetterla in
esecuzione.
28 http://developer.android.com/reference/android/content/Intent.html
2.4
Download
Abbiamo visto come viene mostrato all'utente il download di un
titolo per mezzo delle notifiche. Pur lasciando per la prossima sezione i
dettagli sulla visualizzazione della progressione del download dei singoli
titoli  nel  catalogo,  vediamo  ora  cosa  c'è  dietro  le  quinte  dello
scaricamento di un titolo.
Chi avrà una qualche esperienza di interfacce grafiche, saprà che
l'esecuzione del codice che gestisce un'interfaccia non ha fine: alla base
c'è  infatti  un  looper,  ovvero  un  ciclo  infinito  necessario  a  verificare
continuamente  se  ci  sono  input  da  parte  dell'utente  (bottoni  premuti,
touch, trascinamenti...) e ad aggiornare l'interfaccia quando ce ne fosse
bisogno. In una tipica applicazione grafica (ed Android non fa eccezione)
il  looper è il  primo pezzo di  codice avviato ed occupa l'unico thread
dell'applicazione:  qualunque  pezzo  di  codice  eseguito,  che  sia  nella
onCreate di un'Activity o in un  onClick di un bottone, è in realtà stato
chiamato più o meno direttamente da codice eseguito nel looper.
Viene  da  se  che  se  si  inserisse  un  pezzo  di  codice  la  cui
esecuzione richiede un tempo lungo o, peggio, di durata imprevedibile
(come una comunicazione di rete) in questo contesto, si  bloccherebbe
completamente l'interfaccia fino alla terminazione del pezzo di codice e
conseguente  restituzione  del  controllo  al  looper.  Tale  situazione  è
frustrante per l'utente e considerata inaccettabile in qualsiasi contesto: la
soluzione è eseguire il nostro codice lento in un altro thread, in modo da
lasciare libero il  looper di  eseguire  i  suoi  cicli  ed affidare al  sistema
operativo  la  distribuzione  del  tempo  del  processore.  La  sensazione
dell'utente sarà quella di una fluida e trasparente contemporaneità delle
operazioni.
È ormai chiaro che il download dei contenuti in Leaf avverrà in
un thread. Il thread verrà avviato passando come parametro il volume da
scaricare e provvederà a fare la chiamata al server, verificare il checksum
del file scaricato e scompattarlo nella directory giusta. Durante la sua
esecuzione,  tuttavia,  avrà  anche  un  altro  compito:  notificare
all'applicazione  la  percentuale  di  download  raggiunta  (e  la  fine  del
download) per aggiornare le progressbar nelle view del catalogo e della
notifica.
In un dispositivo mobile con memoria e risorse limitate ed un
sistema operativo che provvede a liberare autonomamente la memoria di
cui  necessita  terminando  le  applicazioni  in  background,  però,  non
possiamo  mai  essere  certi  che  la  nostra  applicazione  sia  ancora  in
esecuzione e possa ricevere le notifiche del thread e a sua volta gestirlo,
ad  esempio,  somministrandogli  altri  files  da  scaricare.  Per  questo  il
framework Android ci mette a disposizione i Services29.
Un  Service è  un'istanza  indipendente  dall'applicazione  a  cui
appartiene che può essere avviata, contattata (per mezzo di messaggi di
sistema)  e  conclusa  in  maniera  asincrona.  Possiamo  decidere  di
richiedere  l'avvio  di  un  servizio  all'avvio  del  dispositivo,  ad  un'ora
precisa,  tra  una  quantità  precisa  di  tempo  a  partire  da  ora  o
semplicemente  lanciarlo  dall'applicazione.  Leaf  utilizza  quest'ultimo
metodo: avvia il servizio tramite un Intent (che abbiamo già incontrato
poche pagine fa) e ne riceve le notifiche allo stesso modo. Il service si
preoccuperà della gestione del thread.
Tale gestione è meno triviale di quanto possa sembrare a prima
vista: essendo il download un evento esteso nel tempo, potrebbe cadere
la connessione o l'utente potrebbe decidere di iniziare il download di altri
files.  Inoltre  è  necessario  notificare  la  progressione  del  download sia
all'activity  (se  ancora  in  esecuzione)  sia  alla  notifica  presente  nella
tendina di sistema.
29 http://developer.android.com/reference/android/app/Service.html
La prima parte del problema è risolta gestendo una  coda. Ogni
download è rappresentato da un oggetto chiamato ServerFile, contenente
alcuni  campi  necessari  a  rappresentarlo:  url  di  provenienza  e  path  di
destinazione sul filesystem del dispositivo, product_id (quindi ISBN) del
titolo che contiene, ed infine un booleano isCatalog: infatti il catalogo è
gestito come un qualunque altro pacchetto.
La coda è organizzata in una lista di ServerFile. Il motivo per cui
è  stata  usata  una  lista  e  non  un  array  è  presto  detto:  il  metodo
ArrayList.remove(0) ci permette di ottenere il primo elemento della lista
mentre  ArrayList.add(ServerFile) ci  permette  di  aggiungerne  uno  in
fondo,  il  tutto  senza  preoccuparsi  di  dimensioni  degli  array  ed  altri
meccanismi a basso livello. La nostra coda sarà quindi una pila  FIFO,
dove cioè il primo elemento aggiunto sarà anche il primo a lasciare la
coda.
Il progresso del download sarà consegnato dal thread al service
per mezzo di una callback, e sarà compito del service inviarlo all'activity
(per mezzo, ancora una volta, di intents) e all'oggetto LeafNotifier.
Il LeafNotifier è un oggetto creato appositamente per gestire le
notifiche in maniera pulita: si occupa di costruire la view della notifica,
di garantire le comunicazioni con il Notification Manager di Android e di
rimuovere  le  notifiche,  esponendoci  tre  comodi  metodi  dal  nome
autoesplicativo:  downloadCompletedNotification(),
downloadProgressNotification() e removeNotification().
Trattandosi  di  un'applicazione  per  dispositivi  mobili,  utilizzati
spesso in movimento e agganciati a reti instabili, è necessario garantire
la consistenza dei dati. Per farlo, viene calcolato il checksum MD5 del
file  scaricato  e  confrontato  con  quello  inviatoci  dal  server  (vedere
sezione  "Architettura").  Il  file  viene  infine  scompattato  sempre  nel
thread,  in  modo da  effettuare  anche quest'ultima  operazione  lenta  (in
quanto richiedente continuo accesso alla memoria  di  massa)  fuori  dal
main thread.
2.5
Il catalogo
Abbiamo accennato precedentemente alla struttura del catalogo.
È giunto ora il momento di vedere come funziona nel dettaglio.
Il catalogo può essere composto da un gran numero di titoli che
prendono posto sulla videata in base ad una griglia di 2x3 elementi in un
display da 7 pollici o 3x4 su un display da 10 pollici. Questa lista di titoli
scorre verticalmente rivelando i titoli successivi.
Ogni  titolo  è  rappresentato  da  una  view  costruita  in  base  al
seguente XML:
<?xml version="1.0" encoding="utf-8"?>
<LinearLayout xmlns:android="http://schemas.android.com/apk/res/android"
    android:layout_width="match_parent"
    android:layout_height="300dp"
    android:gravity="center_horizontal"
    android:orientation="vertical" >
    <LinearLayout
        android:layout_width="match_parent"
        android:layout_height="match_parent"
        android:layout_marginLeft="10dp"
        android:layout_marginRight="10dp"
        android:layout_marginTop="20dp" >
        <it.danieleverducci.leaf.views.ResizableImageView
            android:id="@+id/listfragment_catalogitem_image"
            android:layout_width="wrap_content"
            android:layout_height="match_parent"
            android:layout_weight="1"
            android:adjustViewBounds="true"
            android:scaleType="centerCrop"
            android:src="@drawable/pdf_icon" />
        <LinearLayout
            android:layout_width="wrap_content"
            android:layout_height="match_parent"
            android:layout_marginLeft="10dp"
            android:layout_marginRight="5dp"
            android:layout_marginTop="5dp"
            android:layout_weight="1"
            android:orientation="vertical" >
            <TextView
                android:id="@+id/listfragment_catalogitem_author"
                android:layout_width="match_parent"
                android:layout_height="wrap_content"
                android:layout_marginBottom="5dp"
                android:layout_marginRight="5dp"
                android:ellipsize="end"
                android:maxLines="1"
                android:text="Autore"
                android:textSize="16sp" />
            <TextView
                android:id="@+id/listfragment_catalogitem_title"
                android:layout_width="match_parent"
                android:layout_height="wrap_content"
                android:layout_marginBottom="5dp"
                android:layout_marginRight="5dp"
                android:ellipsize="end"
                android:lines="2"
                android:maxLines="2"
                android:text="Titolo"
                android:textSize="16sp"
                android:textStyle="bold" />
            <TextView
                android:id="@+id/listfragment_catalogitem_abstract"
                android:layout_width="match_parent"
                android:layout_height="0dp"
                android:layout_marginRight="5dp"
                android:layout_weight="1"
                android:ellipsize="end"
                android:lines="2"
                android:maxLines="2"
                android:text="Lorem ipsum dolor sit amet, consectetur
adipiscing elit. Mauris arcu elit, ornare a elit a, auctor porttitor
augue.  Suspendisse  vestibulum  semper  ipsum  ut  volutpat.  Integer
condimentum rutrum mi, et accumsan nulla." />
            <Button
                android:id="@+id/listfragment_catalogitem_details"
                style="@style/BicolorInvertedButton"
                android:layout_width="90dp"
                android:layout_height="30dp"
                android:layout_marginBottom="2dp"
                android:focusable="false"
                android:focusableInTouchMode="false"
                android:text="@string/catalog_details" />
            <Button
                android:id="@+id/listfragment_catalogitem_download"
                style="@style/BicolorButton"
                android:layout_width="90dp"
                android:layout_height="30dp"
                android:focusable="false"
                android:focusableInTouchMode="false"
                android:text="@string/catalog_download" />
        </LinearLayout>
    </LinearLayout>
    <ProgressBar
        android:id="@+id/listfragment_catalogitem_progressBar"
        style="?android:attr/progressBarStyleHorizontal"
        android:layout_width="match_parent"
        android:layout_height="wrap_content"
        android:layout_marginBottom="20dp"
        android:layout_marginLeft="10dp"
        android:layout_marginRight="10dp"
        android:visibility="visible" />
</LinearLayout>
Che dà vita alla struttura visibile in figura:
Come è possibile vedere, la struttura è composta di vari elementi,
di cui uno è un'immagine. Ognuno di questi elementi sarà istanziato ed
andrà  ad  occupare  della  memoria.  È  ovvio  che  non  sarà  possibile
instanziare  tutti  gli  elementi  di  un  catalogo  formato,  diciamo,  da  un
milione di libri. Se consideriamo che da sola ogni immagine, una volta
caricata in memoria, occuperà
500px * 300px * 24bit = 439kb
(vedere la sezione "Grafiche e testi" per il motivo di un'immagine
così  grande)  senza  considerare  ovviamente
l'overhead della ImageView che la contiene
né quello di  tutti  gli  altri  elementi  di  testo
presenti,  noteremo che solo un centinaio di
immagini sarà sufficiente ad occupare un terzo della heap assegnata da
android ad un'app in un dispositivo medio (circa 128Mb).
Da  questo  punto  di  vista  ci  viene  in  aiuto  il  framework  di
Android, che ci mette a disposizione un oggetto apposito, la  GridView.
Questa  view è  formata  da  contenitori  disposti  a  griglia  entro  i  quali
renderizzare le nostre view. Essa gestisce tutti i dettagli tecnici necessari
al buon funzionamento (scorrimento, refresh delle views, disposing delle
stesse...). Per farlo deve essere instanziata (nel nostro caso per mezzo del
file  XML che  descrive  la  schermata  del  catalogo)  e  collegata  ad  un
Adapter30.
È bene soffermarsi un istante sul concetto di Adapter. In Android
ci  si  trova  spesso  a  dover  mostrare  delle  liste  su  schermo.  Questo
richiede che siano instanziate le view da inserire in ogni cella, e questa è
un'operazione  che  può fare  solo  lo  sviluppatore.  Il  modo previsto  da
Android è quello di estendere un Adapter, ed in particolare il suo metodo
getView(), e costruire all'interno di esso la view da fornire. Tale metodo
ci passerà ovviamente alcune informazioni sulla posizione dell'elemento
che  ci  richiede,  e  due  di  esse  ci  interessano  in  modo  particolare:  il
numero dell'elemento da mostrare (per sapere quali contenuti inserire) e
30 http://developer.android.com/reference/android/widget/ArrayAdapter.html
la "vecchia view". Questo perché, per evitare il problema di memoria
citato  precedentemente,  la  GridView (o  ListView a  seconda  dei  casi)
istanzia  solo  il  numero  di  contenitori  massimi  mostrabili  in  una
schermata, "riciclandoli" di volta in volta, quindi spostandoli in cima allo
schermo ogni volta che fuoriescono dal bordo inferiore o viceversa. La
view  che  riceveremo,  quindi,  sarà  ancora  piena  dei  contenuti  della
vecchia cella.
L'errore  che  lo  sviluppatore  Android  alle  prime  armi  fa
comunemente in questi casi è creare una nuova cella, in questo modo:
@Override
public View getView(int pos, View view, ViewGroup vg) {
LayoutInflater inflater = (LayoutInflater) 
context.getSystemService(Context.LAYOUT_INFLATER_SERVICE);
view = inflater.inflate(R.layout.fragment_catalogitem, null);
//Riempiamo qui la cella con i contenuti
}
Qui  stiamo  creando  una  nuova  view  ogni  volta,  operazione
complessa  e  di  durata  non  trascurabile.  Il  garbage  collector  di  Java,
inoltre, sarà costretto all'eliminazione dell'oggetto rimasto orfano, altra
operazione lunga e dispendiosa. Il risultato sarà una lista lenta e poco
fluida31, e una pessima user experience. Un approccio più valido è quello
di riutilizzare la view precedente sostituendo solo i contenuti, in questo
31 L'effetto visivo è quello di fotogrammi mancanti e quindi di un movimento che procede a scatti: il
rendering dei fotogrammi viene infatti inframezzato dall'esecuzione del Garbage Collector che 
libera memoria
modo:
@Override
public View getView(int pos, View view, ViewGroup vg) {
if(view==null){
LayoutInflater inflater = (LayoutInflater) 
context.getSystemService(Context.LAYOUT_INFLATER_SERVICE);
view = inflater.inflate(R.layout.fragment_catalogitem, null);
}
//Riempiamo qui la cella con i nuovi contenuti, sostituendo ad esempio i
testi e le immagini
}
Qui stiamo verificando se la view è null: questo capita infatti se
la  lista  è  stata  appena  creata  e  non  ci  sono  ancora  contenuti  nei
contenitori.  Se lo  è,  ne creiamo una nuova dal  file  XML come visto
precedentemente. Se invece la view esiste già, andiamo solo a sostituirne
i contenuti, con notevole boost prestazionale.
Il lettore attento avrà notato che nell'XML c'è un elemento di cui
non abbiamo ancora parlato: la ProgressionBar. Tale elemento è presente
in tutte le celle ed indica la percentuale di progressione del singolo libro
in  catalogo,  ma  è  di  default  impostato  a  invisible.  In  aggiunta  alla
visibilità, che è un attributo di qualunque view, in Android la progression
bar può avere due stati:  indeterminate e  determinate. Nel primo stato è
visualizzato un tratteggio in movimento per far capire all'utente che non
si hanno informazioni sulla durata del download. Nel secondo, invece, è
visualizzata una barra continua che occupa una determinata percentuale
della lunghezza della barra, definita per mezzo della proprietà progress.
Queste proprietà sono definibili in XML o in maniera programmatica per
mezzo dei setters e getters setProgress(), setIndeterminate() etc.
La difficoltà nella gestione delle progressbar per tutti gli elementi
del catalogo è dovuta al fatto che alcuni elementi potrebbero non essere
correntemente  visualizzati  perché  fuori  dallo  schermo.  Durante  il
download la situazione può cambiare se l'utente scorre la lista: riciclando
le view come visto precedentemente, la progressbar potrebbe apparire in
una  view  (riciclata)  contenente  un  titolo  che  non  è  realmente  in
download.
La soluzione  standard sarebbe quella di trattare la progressione
come un  attributo dell'elemento del catalogo, al pari di Nome, Autore,
Copertina  etc.  Questo  richiederebbe,  tuttavia,  un  aggiornamento
dell'intera  lista  (per  mezzo  del  metodo  notifyDatasetChanged)  ogni
singola  volta  che  si  ha  una  variazione  della  progressione,  con  effetti
negativi come un frequente  flickering della lista e un rallentamento in
caso  di  scorrimento.  Si  è  quindi  optato  per  una  soluzione  meno
"automatica" e più dispendiosa dal punto di vista implementativo,  ma
molto  più  efficiente  in  termini  di  risorse:  gestire  individualmente  il
refresh delle celle.
/***
 * Updates the tile with the new download completion.
 * @param product_id The tile to update is identified by product_id
 * @param isDownloading true = downloading (show progression bar), false 
= download finished (hide progression bar)
 * @param progressionPercentage The part of product downloaded, from 0 to 
100
 * @param downloadFailed true = download failed, false = download 
finished normally
 */
public void setDownloadCompletion(String product_id, boolean 
isDownloading, int progressionPercentage, boolean downloadFailed) {
if((product_id!=null)&&(!rootGridView.isScrolling())){
//Identify the single cell to be updated and change the value of
the progressbar (lightweighter compared to notifyDatasetChanged() ).
View cellToBeUpdated = 
rootGridView.getChildAt(catalog.getItemPositionByProductId(product_id) - 
rootGridView.getFirstVisiblePosition());
if(cellToBeUpdated!=null){
ProgressBar bar = 
(ProgressBar)cellToBeUpdated.findViewById(R.id.listfragment_catalogitem_p
rogressBar);
Button downloadReadButton = 
(Button)cellToBeUpdated.findViewById(R.id.listfragment_catalogitem_downlo
ad);
if(isDownloading) {
downloadReadButton.setEnabled(false);
downloadReadButton.setText(R.string.downloading);
bar.setIndeterminate(false);
bar.setVisibility(View.VISIBLE);
bar.setProgress(progressionPercentage);
} else {
catalog. 
getItemByProductId(product_id).setInDownloadQueue(false);
bar.setVisibility(View.INVISIBLE);
downloadReadButton.setEnabled(true);
if(downloadFailed) {
downloadReadButton.setText(R.string.download);
} else {
//The button changes from "Download" to 
"Read"
downloadReadButton.setText(R.string.read);
ViewRuntimeStyleSetter.applyButtonStyle(true, downloadReadButton);
}
}
}
}
}
Come è possibile vedere, viene recuperata direttamente la view
che  deve  essere  aggiornata  (se  è  presente  nella  schermata,  in  caso
contrario la variabile cellToBeUpdated è null) e viene aggiornata
la  progressBar  (o  sostituito  il  bottone  “Download”  con  “Leggi”  a
seconda dei casi).
2.6
Il lettore
Il cuore di Leaf è senza dubbio il lettore di PDF. Come abbiamo
visto precedentemente nella sezione Dati, infatti, i contenuti sono basati
su files PDF che vengono arricchiti per mezzo di contenuti definiti in
files  XML.  Descriveremo  la  parte  dell'arricchimento  nella  prossima
sezione, dedicandoci qui alle funzioni di e-reader “standard”. Vedremo
infatti,  dopo una introduzione sul rendering del PDF, come sono state
implementate  funzioni  basilari  come  l'indice  e  la  navigazione  delle
pagine e parleremo della complessità della ricerca fulltext. Le funzioni
utente saranno altresì descritte nella prossima sezione, essendo a livello
tecnico trattate come hotspots.
La decodifica e il rendering su schermo di documenti PDF non è
un'operazione semplice ed è uno dei casi tipici in informatica in cui può
valere  la  pena  utilizzare  una  libreria  preesistente,  piuttosto  che
reinventare la ruota.
Per quanto riguarda le librerie PDF per Android, il panorama non
è particolarmente ricco. Dopo alcune ricerche il prodotto più completo si
è rivelato essere una libreria di produzione cinese, Radaee PDF Reader
(http://www.radaeepdf.com/).  Tra  i  vantaggi  principali  di  questa
soluzione vi  è  un renderer PDF implementato a livello nativo.  Per
capire la bontà di questa soluzione, è necessaria una breve digressione.
Java è un linguaggio semi-interpretato, ovvero non compilato in
linguaggio  macchina,  ma  interpretato  a  runtime  da  una  macchina
virtuale,  la  JVM (Java  Virtual  Machine).  È definito  semi-interpretato
poiché,  a  differenza  ad  esempio  del  Javascript,  c'è  una  fase  di
compilazione in cui vengono applicate tutta una serie di ottimizzazioni
che  portano  ad  avere  il  cosiddetto  bytecode,  una  via  di  mezzo  tra  il
codice sorgente e il codice nativo. La JVM si occuperà poi, a runtime, di
tradurre tutte le istruzioni del bytecode in codice nativo per l'architettura
in cui è in esecuzione, sia essa x86, Arm, PPC, Risc... Questo permette al
bytecode di  essere  portabile,  caratteristica  importante  in  Android,  dal
momento  che  deve  poter  girare  su  dispositivi  ARM,  ARM64,  x86  e
amd64, ma richiede una fase di interpretazione a runtime (da parte della
JVM di Android, inizialmente Dalvik e nelle ultime versioni ART) che
assorbe risorse e lo rende inadatto a compiti gravosi ed ottimizzazioni di
basso livello, ad esempio a livello di memoria.
Il rendering di documenti PDF completi a velocità adeguata allo
scorrimento fluido delle pagine è un'attività time-sensitive, e quindi poco
adatta ad un'implementazione in Java. La soluzione adottata da Radaee è
l'implementazione  del  renderer  PDF  in  codice  nativo  e  la  sua
distribuzione  in  binari  per  le  varie  architetture.  Un  wrapper Java
provvederà ad esporre le funzioni native ed a gestire le comunicazioni tra
le due parti.
Una  delle  funzioni  direttamente  esposte  dal  lettore  PDF  è  la
possibilità di spostarsi tra le pagine con una semplice chiamata:
pdfReader.PDFGotoPage(page);
È in questo modo che è implementato il
popup di  cambio  pagina  visibile  al  lato.  La
libreria  fa  tutto  il  lavoro.  Come  è  possibile
vedere,  la  chiamata  è  stata  effettuata  su  un
oggetto  PDFReader:  questo,  insieme  al
documento,  rappresentato  a  sua  volta  da  un
oggetto  PDFDocument,  è  tutto  quello  che  ci  serve  per  operare  sul
documento  e  sulla  sua  gestione.  Un  esempio  è  il  prelievo  dei  dati
posizionali  della  pagina  sullo  schermo  necessario  alla  gestione  degli
hotspots, e quindi trattato nella prossima sezione, ottenuto sottoclassando
la classe PDFReader in una nostra classe LeafPDFReader.
La libreria ci mette a disposizione anche una comoda funzione di
ricerca  per  pagina,  ma  si  tratta  di  una  ricerca  su  contenuto  non
indicizzato, quindi molto lenta sull'intero documento. È però conveniente
qualora si voglia effettuare una ricerca su singola pagina. Per gli scopi di
Leaf, è stata scritta una funzione searchInPage(), che accetta in ingresso
il testo da cercare nella pagina corrente e restituisce una lista di risultati
completi di snippet (un intorno di testo) per la visualizzazione.
/**
 * Searches the query string in the page
 * @param query string to search
 * @return an array of results
 */
public List<TextSearchResult> searchInPage (String query, 
List<TextSearchResult> results) {
if (results == null) results = new ArrayList<TextSearchResult>();
else results.clear();
if(query.equals("")) return results; //If query empty, return empty 
array without calling the library (it may cause a segfault in native 
method)
Page currentPage = pdfDocument.GetPage(this.currentPage);
currentPage.ObjsStart();
Finder mFinder = currentPage.FindOpen(query, false, false);
if( mFinder != null ) { 
int found = mFinder.GetCount();
for(int j = 0 ; j < found ; j++)  { 
int foundIndex = mFinder.GetFirstChar(j);
int phraseStartIndex = foundIndex - 50 < 0 ? 0 : 
foundIndex - 50;
int phraseEndIndex = foundIndex + 50 < 
currentPage.ObjsGetCharCount() ? foundIndex + 50 : 
currentPage.ObjsGetCharCount() - 1;
results.add(
new TextSearchResult(this.currentPage+1, 
currentPage.ObjsGetString(phraseStartIndex, phraseEndIndex))
);
}
mFinder.Close();
}    
currentPage.Close();
return results;
}
Come  possiamo  vedere  la  ricerca  è
affidata  ad  un  oggetto  (Finder)  che  la  esegue
nativamente, restituendo gli indici di inizio e fine delle parole trovate
nella  pagina.  Sarà  nostro  compito  costruirci  lo  snippet per
contestualizzare il risultato riempiendo la seconda riga di ogni elemento
della lista di elementi trovati come in figura. Per farlo, prendiamo una
stringa dalla pagina di testo che comincia 50 caratteri prima e finisce 50
caratteri dopo la parola cercata.
Ho  ritenuto  comodo  utilizzare  questa  funzione  anche  per
l'evidenziazione del testo trovato nella ricerca full text. In questo caso si
otterranno  prima  i  risultati  dal  database  che  abbiamo  descritto  nella
sezione Dati per mezzo della seguente query:
SELECT page_number, snippet(pages) FROM pages WHERE content MATCH "testo
cercato";
Essi  saranno  visualizzati,  come  visto  prima,  nell'elenco  dei
risultati.  Al  click  su  uno  di  essi,  verrà  invocata  prima  la  funzione
PDFGotoPage() per spostarsi alla pagina contenente il risultato e poi la
funzione searchInPage() per evidenziare i risultati presenti nella pagina.
Il risultato sarà quello in figura.
La stessa tendina che ospita i risultati della ricerca può ospitare
anche altre funzioni attivabili dalla barra verde verticale. L'icona visibile
nella precedente figura, posizionata sopra quella della ricerca, attiva la
funzione Indice. L'indice del titolo è riportato nella tendina che si apre:
accessibile  da  qualsiasi  punto  del  libro,  rapidamente  scorribile  ed
organizzato  in  struttura  gerarchica  (con  gli  elementi  figli  indentati
rispetto ai padri).
Come  abbiamo  visto  nella  sezione  Dati,  l'indice  del  libro  è
specificato in un file XML. Esistono svariati Data Mappers32 in grado di
ricostruire  oggetti  Java  da  XML  con  poco  sforzo  da  parte  del
programmatore,  ma  sono  piuttosto  lenti  ed  esosi  in  fatto  di  risorse.
32 https://en.wikipedia.org/wiki/Data_mapper_pattern
Inoltre  il  più  delle  volte  richiedono  che  l'intero  file  sia  caricato  in
memoria. È stata quindi una decisione saggia quella di utilizzare XML
Pull  Parser33:  sebbene  sia  lato  codice  molto  verboso  e  complesso  da
gestire,  permette  di  ottenere  un  parsing  rapido  e  poco  gravoso  sulla
memoria.
public class IndexXmlParser {
private static final String namespace=null;
//Parse the XML stream
public LeafIndex parse(InputStream in) throws XmlPullParserException,
IOException {
try {
XmlPullParser parser = Xml.newPullParser();
parser.setFeature(XmlPullParser.FEATURE_PROCESS_NAMESPACES, false);
parser.setInput(in, null);
parser.nextTag();
return readXmlIndex(parser);
} finally {
in.close();
}
}
private LeafIndex readXmlIndex(XmlPullParser parser) throws
XmlPullParserException, IOException {
LeafIndex index = new LeafIndex();
parser.require(XmlPullParser.START_TAG, namespace, "indexes");
while (parser.next() != XmlPullParser.END_TAG) {
if (parser.getEventType() != XmlPullParser.START_TAG) {
continue;
}
String name = parser.getName();
// Starts by looking for the entry tag
if (name.equals("index")) {
index.add(readIndex(parser));
} else {
skip(parser);
}
}  
return index;
}
private IndexItem readIndex(XmlPullParser parser) throws IOException,
XmlPullParserException {
IndexItem indexItem = new IndexItem();
parser.require(XmlPullParser.START_TAG, namespace, "index");
String tag = parser.getName();
if (tag.equals("index")) {
indexItem.setDivider(parser.getAttributeValue(null,
"type")=="divider");
indexItem.setTitle(parser.getAttributeValue(null,
"title"));
String pageClean = parser.getAttributeValue(null,
"page").replaceAll("\\D+",""); //remove non-digits
33 http://www.xmlpull.org
try {
indexItem.setPage(Integer.parseInt(pageClean));
} catch (NumberFormatException e) {
Log.e(Constants.TAG, "Error parsing page integer
in Index XML file, ");
e.printStackTrace();
}
indexItem.setNumberId(parser.getAttributeValue(null,
"numberId"));
indexItem.setAbstractContent(parser.getAttributeValue(null,
"abstract"));
if(parser.getAttributeValue(null, "level")==null ||
parser.getAttributeValue(null, "level").equals(""))
indexItem.setLevel(0);
else
indexItem.setLevel(Integer.parseInt(parser.getAttributeValue(null,
"level")));
parser.nextTag();
}
parser.require(XmlPullParser.END_TAG, namespace, "index");
return indexItem;
}
private void skip(XmlPullParser parser) throws XmlPullParserException,
IOException {
if (parser.getEventType() != XmlPullParser.START_TAG) {
throw new IllegalStateException();
}
int depth = 1;
while (depth != 0) {
switch (parser.next()) {
case XmlPullParser.END_TAG:
depth--;
break;
case XmlPullParser.START_TAG:
depth++;
break;
}
}
}
}
Qui sopra possiamo vedere il codice che è stato scritto per gestire
il  parsing dell'indice.  Come è possibile  vedere,  il  parser  non procede
autonomamente  a  ricostruire  la  struttura  del  file  XML,  né  chiede  in
ingresso una DTD, ma scorre i nodi manualmente, e deve sempre sapere
quali nodi aspettarsi, pena il sollevare una XmlPullParserException. La
nostra classe restituirà  direttamente un oggetto LeafIndex (di  fatto  un
wrapper per una lista di IndexItem) contenente tutte le entry dell'indice.
Ogni IndexItem contiene tutto il necessario per la rappresentazione ed
identificazione dell'indice: titolo, pagina, ordine, indentazione e un breve
abstract facoltativo. Ancora una volta, come visto precedentemente per il
catalogo, un adapter si preoccuperà di popolare la lista con i contenuti
dell'indice.
2.7
Gli hotspots
La feature principale di Leaf è la possibilità di arricchire il testo
con  degli  hotspots.  Gli  hotspots  sono  delle  view  (contenenti  audio,
video,  link  etc)  che  devono  apparire  attaccate alla  pagina,  quindi
muoversi in modo solidale ad essa.
Essendo  però  la  libreria  di
rendering del PDF implementata a
livello  nativo,  come  visto
precedentemente,  non  siamo  in
grado di modificare la sua gerarchia
di  views  per  iniettare i  nostri
hotspots.  L'unica  soluzione  è
posizionare  una  view  trasparente
sovrapposta alla view del reader e
disegnarci sopra i nostri hotspots in base alla posizione e lo zoom della
pagina ottenuti dalla libreria. Il concetto è rappresentato in figura.
Poiché è necessario poter posizionare a piacimento gli hotspots
sulla view trasparente pur contenendo lo spreco di risorse, questa è stata
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implementata come FrameLayout, un semplicissimo contenitore in cui le
view vengono gestite unicamente in base alle loro dimensioni e ai loro
margini. FrameLayout è efficiente proprio in virtù della sua semplicità:
non  vengono  gestite  le  sovrapposizioni  né  la  negoziazione  delle
dimensioni tra le views, vengono semplicemente posizionate.
Quello che è importante capire è che non c'è modo, per noi, di
ancorare  la  view  alla  pagina:  dovremo  quindi  preoccuparci  di
ricalcolarne  la  dimensione  e  ridisegnarla  sul  FrameLayout  ad  ogni
minimo spostamento della pagina.
Per fare ciò, non si è utilizzata direttamente la classe PDFReader,
ma se ne è creata una che la estendesse (LeafPDFReader) e catturasse
tutti gli eventi di cambio posizione o zoom della pagina, ridirezionandoli
con una callback all'activity.
public class LeafPDFReader extends PDFReader {
private LeafPDFReaderListener m_listener;
public interface LeafPDFReaderListener extends PDFReaderListener{
public void onPageScrolledOrZoomed(Rect pagePosition, Rect
pageMetrics, int page, float scale);
}
public LeafPDFReader(Context context, AttributeSet attrs) {
super(context, attrs);
}
@Override
public void PDFOpen(Document doc, boolean rtol, PDFReaderListener
listener) throws ArrayIndexOutOfBoundsException {
super.PDFOpen(doc, rtol, listener);
m_listener = (LeafPDFReaderListener)listener;
}
@Override
public void OnPDFPosChanged(PDFPos pos) {
super.OnPDFPosChanged(pos);
if( m_listener != null && pos != null )
{
PDFVPage vpage = super.m_view.vGetPage(pos.pageno);
int left = vpage.GetVX(super.m_view.vGetX());
int top = vpage.GetVY(super.m_view.vGetY());
int right = left + vpage.GetWidth();
int bottom = top + vpage.GetHeight();
int pageno = pos.pageno;
float scale = super.m_view.vGetScale();
m_listener.onPageScrolledOrZoomed(new Rect(left, top,
right, bottom), new Rect(0, 0, vpage.GetWidth(), vpage.GetHeight()),
pageno, scale);
}
}
}
L'activity si occuperà a sua volta di far ridisegnare gli hotspots al
componente  dedicato  alla  loro  gestione:  una  classe  chiamata
HotspotsRenderingEngine.
Questa classe si occupa di creare le view che rappresentano gli
hotspots  e  di  spostarle  man  mano  che  l'activity  chiede  che  siano
ridisegnati.
È altresì suo compito decidere cosa fare con le view che, a causa
dello scorrimento della pagina, escono dallo schermo.
Tenere  tutte  le  view  in  memoria  sarebbe  semplicemente
impossibile, data la limitatezza delle risorse disponibili in un dispositivo
mobile. D'altronde, distruggere la view di un hotspot immediatamente
appena uscita dallo schermo  è un problema per la fluidità, nel caso in
cui si dovesse tornare indietro: ogni operazione di  garbage collection e
creazione di oggetti è dispendiosa. In questo modo, inoltre, ogni pagina è
creata nell'esatto momento in cui è necessaria, con il rischio che in caso
di scorrimento rapido l'utente si veda comparire gli hotspots davanti, con
qualche istante di ritardo rispetto alla comparsa della pagina. Un buon
bilanciamento  può  essere  quello  di  mantenere  in  memoria  solo  gli
hotspots di tre pagine: quella corrente, la precedente e la successiva. Ad
ogni avanzamento di pagina, quindi, saranno distrutti gli hotspots di due
pagine prima e instanziati quelli di due pagine dopo. Questo permette di
avere sempre una pagina pronta, indipendentemente dalla direzione in
cui si stia scorrendo il documento.

Ci  troviamo  ora  nella  situazione
mostrata in figura.
Come  è  possibile  vedere
dall'illustrazione, pur essendo sempre presenti,
con  le  loro  dimensioni  e  la  loro  posizione
rispetto alla pagina, gli hotspots sono però fuori
dallo  schermo.  In  questo  modo,  sebbene  non
visibili,  vengono comunque a  fare  parte  della
pipeline grafica  necessaria  al  disegno  sullo
schermo,  e  vengono  spostati  ad  ogni
movimento  della  pagina,  esattamente  come
quelli visibili. Un'ulteriore ottimizzazione delle
risorse  si  può  ottenere  mettendone  la  visibilità  a  gone.  La  proprietà
visibility delle View di Android, infatti, ha tre valori: visible, invisible e
gone. La documentazione ufficiale di Android ci dice che:
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Ad  un  livello  prettamente  pratico,  si  potrebbe  dire  che  la
differenza principale sia il fatto che nel disegno del layout viene presa in
considerazione la dimensione di una view invisible (lasciando lo spazio
necessario, come se fosse stata disegnata) ma non di una  gone. Il fatto
che ci  interessa,  invece,  è  che la view  gone non partecipa proprio al
calcolo delle dimensioni delle view. Quando si instanzia una view gone
si ha la fase di  inflation (costruzione dell'oggetto View dall'XML) ma
non quella di drawing. Viene da se che quando si cambiano le coordinate
di una view gone, questa non dovrà essere ridisegnata.
Per  questo  motivo,  impostando  la  visibilità  delle  view  della
pagina  precedente  e  successiva  a  gone si  riesce  a  velocizzare  lo
scorrimento delle pagine, rendendolo più fluido. Sarà anche questo un
compito dell'HotspotsRenderingEngine.
Si è parlato finora del posizionamento degli hotspots, senza però
vedere come è implementato il singolo hotspot.
Gli hotspots sono View (tipicamente estendono un FrameLayout
o altro layout adatto al posizionamento dei contenuti di quell'hotspots al
suo  interno),  ed  è  così  che  sono  trattate  nell'
dell'HotspotsRenderingEngine. Ognuna  contiene  un  oggetto
LeafAnnotation,  che  rappresenta  le  caratteristiche  comuni  a  tutti  gli
hotspots (posizione, dimensione...), e dei campi per rappresentare le altre
caratteristiche dell'hotspot (ad esempio, nel caso di un hotspot audio, il
path del file da riprodurre nella memoria del dispositivo). I path vengono
costruiti  dinamicamente  in  base  all'isbn  del  volume  e  al  percorso
riservato ai  dati  dell'applicazione,  fornito dal  sistema per mezzo della
chiamata getFilesDir().
Alcuni  hotspots  necessitavano  di  essere  al  corrente  del
cambiamento  della  loro  posizione  nella  pagina,  della  loro  fuoriuscita
dallo schermo o dell'activity che li contiene, che perde la visibilità sullo
schermo. Ad esempio, nel caso dell'hotspot audio, per spostare i controlli
o interrompere la riproduzione quando si scorre alla pagina successiva.
Per farlo è stato definito un ciclo di vita per gli hotspots, similmente a
quanto Android prevede per le activities ed i  fragments (vedi sezione
Framework Android) per mezzo di una inferfaccia java, che gli hotspots
interessati  a  ricevere  le  notifiche  di  questi  eventi  dovranno
implementare.
public interface LifecycleNotificationsForHotspots {
public void onPause();
public void onViewVisibilityChange(int visibility);
public void onViewMoved();
}
2.8
Funzioni utente
Gli hotspots, tuttavia, non sono gli unici contenuti che possano
essere  applicati  ad  una  pagina.  L'utente  ha  infatti  la  possibilità  di
aggiungere evidenziazioni e note personali.
Le  evidenziazioni
possono  essere  aggiunte  per
mezzo  dell'apposito  menu
contenuto nella ActionBar, che
rivela  alla  sua  apertura  le
funzioni  Aggiungi
Evidenziazione,  Rimuovi
Evidenziazione  e Esci  dalla
modalità  evidenziazione.
L'utente  aggiunge
evidenziazioni  trascinando  il
dito  sulla  superficie  dello
schermo, in modo simile a quello in cui si evidenzia un pezzo di testo su
computer per mezzo di un mouse (clicka, trascina, rilascia).
Le note possono essere aggiunte premendo a lungo il dito in un
punto della pagina e compilando il box che comparirà. Una volta chiuso,
sarà visibile nel punto in cui si era premuto una icona rossa a forma di
nuvoletta, che simboleggia la presenza di una nota. Toccando la nota è
possibile  vederla  mentre,  aprendo  la  lista  delle  note  nella  tendina  di
sinistra (ultima icona in basso), è possibile vedere tutte quelle che sono
state  create  nel  volume  corrente  e  spostarsi  direttamente  alla  pagina
corrispondente.
Note  ed  evidenziazioni  sono  gestite  come  hotspots:  ne  sono
infatti  una  sottoclasse  chiamata  UserAnnotation.  Una  UserAnnotation
rappresenta  una  singola  nota  testuale  o  un  singolo  riquadro  di
evidenziazione: in effetti, quando si evidenziano più righe, sono creati
tanti  oggetti  quante sono le righe,  ed una riga con più evidenziazioni
separate darà vita a tanti oggetti diversi quante saranno le evidenziazioni.
Questo  perché  il  modo  più  semplice  di  produrre  un  effetto  simil-
evidenziatore è quello di sovrapporre alla pagina un hotspot rettangolare
alto quanto la riga e di colore verde semitrasparente.
Per quanto riguarda la nota,  essa sarà disegnata sullo schermo
come un semplice hotspot contenente una singola icona semitrasparente
ed  in  grado  di  rivelare  al  tocco  il  popup  contenente  il  testo  inserito
dall'utente (ovviamente sempre modificabile).
L'immagine  a  fianco,  ottenuta
con l'utilizzo di uno strumento di debug,
che  permette  di  evidenziare  con  un
riquadro ogni View e con un colore fuxia i margini delle stesse, mostra il
concetto espresso.
Le annotazioni dell'utente vengono memorizzate nel dispositivo
per mezzo di un database SQLite a loro dedicato. La scrittura su database
avviene  per  mezzo  della  libreria  SQLite  integrata  in  Android,  già
utilizzata anche per il catalogo, e un DAO34.
Vediamone un piccolo estratto:
/**
 * Writes a new note or updates an existing one to the DB. The note will 
be updated only 
 * if the field Db_id is filled in ( >=0 ).
 * @param note
 * @param product_id
 * @return the _id of the note added to db
 */
public long setNote(UserAnnotationNote note, String product_id, int page)
{
ContentValues values = new ContentValues();
if(note.getDb_id()>=0) values.put("_id", note.getDb_id());
values.put(DbConstants.dbUserAnnotationsColumnProductId, product_id);
values.put(DbConstants.dbUserAnnotationsColumnCoordCenterX, 
note.getCenterX());
values.put(DbConstants.dbUserAnnotationsColumnCoordCenterY, 
note.getCenterY());
values.put(DbConstants.dbUserAnnotationsColumnCoordWidth, 
note.getWidth());
values.put(DbConstants.dbUserAnnotationsColumnCoordHeight, 
note.getHeight());
values.put(DbConstants.dbUserAnnotationsColumnPage, page);
values.put(DbConstants.dbUserAnnotationsColumnTextContent, 
note.getText());
values.put(DbConstants.dbUserAnnotationsColumnType, 
DbConstants.dbUserAnnotations_TYPE_NOTE);
34 Data Access Object, ovvero un oggetto che rappresenta il database, accessibile con getters e 
setters
if(note.getDb_id()>=0) return 
db.update(DbConstants.dbUserAnnotationsTableAnnot, values, "_id = 
"+note.getDb_id(), null);
else return db.insert(DbConstants.dbUserAnnotationsTableAnnot, null, 
values);
}
Come è possibile  intuire,  questo codice inserisce una nota  nel
database, dato l'ISBN del titolo e la pagina di inserimento. Il testo della
nota  è  già  contenuto  nell'oggetto  UserAnnotationNote. Esso  estende
LeafAnnotation,  classe  che  contiene  a  sua  volta  i  dati  posizionali
dell'hotspot.
Dal codice mostrato è inoltre possibile vedere come i nomi delle
tabelle e delle colonne del database siano stati specificati in un file di
configurazione,  per  agevolare  qualsiasi  operazione  di  modifica  o
aggiornamento del database che si volesse effettuare.
Un ultimo tipo di annotazioni dell'utente sono i bookmarks. Dal
punto di vista della memorizzazione sono trattati come visto sopra, ma in
un  database  a  loro  dedicato.  Tuttavia  essi  non  sono  rappresentati  da
hotspots sulla pagina, ma in una lista apposita, (analogamente a quanto
già succede per le note). 

2.9
Grafiche e testi
Esistono  molti  devices  Android  di  dimensioni  e  risoluzione
diverse. Si va dal cellulare con schermo da 3,5 pollici al tablet 12 pollici,
dal dispositivo a bassa risoluzione (ldpi, circa 120 punti per pollice) a
quello a risoluzione altissima (xxxhdpi, oltre 600 punti per pollice). Con
tanta varietà, ottenere interfacce consistenti non è scontato.
Il framework di Android prevede un'unità di misura indipendente
dalla risoluzione dello schermo chiamata  dp,  device indipendent pixel,
che  viene  convertita  in  un  numero diverso  di  pixels  a  seconda  della
risoluzione  del  dispositivo  in  cui  è  in  esecuzione  l'applicazione.  In
questo  modo  si  riesce  a  mantenere  consistente  la  dimensione  degli
elementi attraverso diverse risoluzioni.
<Button
    android:id="@+id/activity_minireader_closeButton"
    android:layout_width="100dp"
    android:layout_height="80dp"
    android:textSize="20sp" />
Dallo  snippet di codice visto sopra, è possibile notare come la
dimensione del testo sia invece espressa in sp, cioè Scaled Pixels. Questa
è un'altra unità di misura adottata da Android per definire dimensioni che
debbano  scalare  in  base  alla  dimensione  del  testo  impostata  sul
dispositivo. Mentre i  dp sono, infatti, fuori dal controllo dell'utente (il
valore viene impostato dal costruttore del dispositivo al momento della
compilazione di Android), gli  sp possono essere impostati dal menu di
sistema, alla voce Display.
Il  sistema  provvede  anche
automaticamente  a  ridimensionare  le
immagini,  ma  per  ottenere  migliori
performances  è  possibile  specificare
immagini  già  di  dimensioni  adatte  ad  ogni
risoluzione.  Questo  si  ottiene  inserendo  i
files  in  una  struttura  precisa  di  directories
all'interno  della  cartella  di  risorse  del
progetto, come visibile in figura.
La  cartella  delle  risorse  non  è
ovviamente limitata alle immagini, ma contiene anche svariati altri tipi di
risorse.  Un  esempio  si  può  trovare  nella  cartella  values,  in  grado  di
contenere svariati tipi di coppie chiave-valore. Un esempio è il file in cui
sono definiti i colori del tema verde di Leaf:
<?xml version="1.0" encoding="utf-8"?>
<resources>
    <color name="pressed">#000000</color>
    <color name="primo_colore_barra">#3d5b02</color>
    <color name="primo_colore_scuro">#3d5b02</color>
    <color name="primo_colore_pulsanti">#669900</color>
    <color name="secondo_colore_scuro_pulsanti">#3d5b02</color>
    <color name="secondo_colore_pannelli">#FFFFFFFF</color>
    <color name="colore_testo">#3d5b02</color>
    <color name="colore_testo_bianco">#99cc00</color>
    <color name="colore_testo_placeholder">#99cc00</color>
    <color name="evidenziazione_ricerca">#60FFFF00</color>
    <color name="evidenziazione_utente">#5000FF00</color>
    <color
name="evidenziazione_utente_in_cancellazione">#60000000</color>
    <color name="trasparente">#00000000</color>
    <color name="transquoter_hotspot_background">#60FF0000</color>
</resources>
Notare come i colori in Android siano definiti da codici ARGB: la
prima  coppia  di  caratteri  è  infatti  relativa  il  canale  Alpha,  ovvero  la
trasparenza.
La caratteristica interessante di queste cartelle è la possibilità di
far  sì  che  il  sistema  ne  selezioni  automaticamente  alcune  in  base  a
determinate caratteristiche del dispositivo, come la localizzazione o la
dimensione dello schermo. Il meccanismo è quello visto con le cartelle
discusse sopra:  drawable-hdpi è infatti la cartella che verrà selezionata
su un dispositivo hdpi in alternativa alla cartella standard drawable.
Questo  è  molto  interessante,  in  quanto  permette  di  gestire
facilmente la localizzazione: possiamo definire le stringhe nella lingua
standard della nostra interfaccia (ad esempio inglese) all'interno di un
file strings.xml posizionato nella cartella values e crearne un altro con le
stesse  chiavi  ma  valori  tradotti  in  Italiano  nella  caryella  values-it.  Il
sistema provvederà automaticamente a selezionare il file corretto per il
dispositivo.
<?xml version="1.0" encoding="utf-8"?>
<resources>
    <string name="app_name">Leaf</string>
    <string name="app_name_spaced"> Leaf</string>
    <string name="app_name_subtitle">Lettore di ebook aumentati</string>
    <string name="menu_highlight">Evidenzia</string>
    <string name="menu_delete">Cancella il libro</string>
    ...
È possibile accedere ai valori delle risorse per mezzo della classe
R, generata al momento della compilazione. Ad esempio, per accedere
alla  stringa  “Evidenzia”,  potremo  usare
Context.getString(R.string.menu_highlight),  mentre
per  accedere  al  colore  “Pressed”  useremo
Context.getColor(R.color.pressed),  dove  Context  può
essere un'Activity, un Fragment, l'Application o qualsiasi altro elemento
che discenda da Context.
Capitolo 3
Futuro
3.1
Collocazione
Ma  in  che  modo  Leaf  dovrebbe  collocarsi  all'interno  del
panorama editoriale elettronico attuale?
Viviamo  in  un  mondo  in  cui,  più  che  mai,  l'utilitarismo  e  la
monetizzazione  prevale  e  guida  ogni  campo,  compresa  la  diffusione
della  cultura.  Una scelta  è  giusta  se  è  economicamente  sostenibile,  o
meglio ancora  produttiva.  A tale concezione,  divenuta particolarmente
pressante  con  la  crescente  industrializzazione,  si  è  contrapposto  un
movimento più recente, nato sul Web e basato sulla collaborazione e la
condivisione.
Se, quindi,  da una parte abbiamo le  major editoriali  (Amazon,
solo per nominare la maggiore), dall'altra abbiamo tante piccole unità, gli
utenti del web, che producono contenuti e li mettono a disposizione del
mondo per mezzo di sistemi di editoria individuale (come Scribd) che ne
permettono la pubblicazione digitale.
In un panorama così  diviso,  Leaf si  potrebbe porre come uno
strumento ambivalente, adatto all'uso del singolo appassionato come del
piccolo editore. Si differenzia, ad esempio, da Kindle (il lettore ebook di
Amazon) per la possibilità da parte del singolo utente di creare la propria
libreria personale: sarà sufficiente posizionare i files del server, reperibili
da parte di chiunque in quanto open source, in un qualunque sistema di
hosting web online e comporre il file del catalogo ed i files zip dei libri.
In  questo  modo,  non  c'è  più  un  gatekeeper35,  quindi  un'entità,  come
Amazon per Kindle, che detiene il diritto di scelta e di censura sui titoli
pubblicati ma un insieme di singole entità libere che esprimono il loro
diritto di parola.
Non è, tuttavia, da escludere un utilizzo commerciale di Leaf da
parte di piccoli e medi editori, ovvero di quelle realtà che non abbiano le
risorse per sviluppare un sistema di diffusione di ebook personalizzato
come ha fatto Amazon, né di scomporre e ristrutturare ogni singolo titolo
per ottenere una versione conforme alla diffusione digitale. Da questo
punto di vista Leaf si rivela uno strumento prezioso, essendo pensato per
l'arricchimento  di  titoli  preesistenti,  senza  richiedere  una
reimpaginazione dei contenuti.
Per  fare  un  paragone  (non  troppo  calzante,  vista  la  natura
commerciale del progetto, ma adatto ai nostri scopi), Leaf si potrebbe
proporre  come  nuovo  Spotify della  letteratura:  Spotify ha  infatti
35 Kurt Lewin, 1943. https://en.wikipedia.org/wiki/Gatekeeping_%28communication%29
cominciato, tra le ostilità delle case discografiche, con pochi titoli ed è
riuscito  poco  per  volta  a  guadagnare  fette  di  mercato  accrescendo  il
proprio catalogo interno, fino ad arrivare alla situazione attuale, in cui è
legalmente riconosciuto ed attivo a livello internazionale e diffonde gran
parte dei brani pubblicati negli ultimi 30 anni.
3.2
Buone pratiche
Nel  primo capitolo  abbiamo accennato  al  motivo  per  cui  si  è
usato PDF come supporto per gli eBook al posto di una più permissiva
codifica TEI.
Ma che cos'è la TEI e perché dovremmo utilizzarla al posto di
altre codifiche?
La  TEI  (Text  Encoding  Initiative)  è  il  tentativo  di  creare  un
formato universale, libero e standard di codifica dei testi. È basato su
XML36, un linguaggio di marcatura che, essendo appunto estensibile, ci
permette  di  definire  dei  tag  a  nostro  piacimento  per  creare  il  nostro
formato di rappresentazione dei dati. Alcuni esempi di uso di XML in
questo senso sono reperibili nella parte Dati di questo volume.
Il punto di forza della TEI è che non si tratta semplicemente di un
formato  di  memorizzazione,  ma di  annotazione.  Ciò  significa  che  un
testo reso in questo formato contiene dei  metadati che lo descrivono a
livelli diversi:
Informazioni  generali  sul  testo:  titolo,  autore,  codifica,
36 Insolito acronimo per eXtensible Markup Language, le cui specifiche sono definite dal World 
Wide Web Consortium (W3C) nel documento http://www.w3.org/XML/
descrizione bibliografica...
Dato  linguistico  primario:  macrostruttura  del  testo  (capitolo,
verso,  capoverso),  microstruttura  del  testo   (periodi,  citazioni,  nomi
propri...)
Annotazione linguistica: morfologia, sintattica...
Come  è  possibile  vedere,  un  testo  annotato  TEI  contiene  una
quantità  di  significato,  sotto  forma  di  metadati,  molto  superiore
all'equivalente  memorizzato  in  un formato  pensato  unicamente  per  la
stampa e la presentazione, come PDF o Postscript.
Il problema più diffuso nel campo dell'editoria è senza dubbio
l'inconsapevolezza, da parte degli editori, dell'importanza delle proprie
banche  dati.  Queste  vengono  spesso  conservate  in  formati  adatti
unicamente  per  la  stampa,  come  visto  sopra,  quando  non  in  formati
proprietari o addirittura in polverosi archivi cartacei. Non si possono non
citare  inoltre  i  frequenti  casi  in  cui  editori  tecnologicamente  poco
aggiornati  affidano incuranti  la  gestione dei  propri  archivi  ad aziende
esterne  interessate  solo  a  renderli  meno  compatibili  (usando  formati
proprietari  sviluppati  internamente),  onde  accrescere  la  dipendenza
dell'editore, con evidenti vantaggi economici.
Una buona pratica per l'editore attento sarebbe quindi quella di
generare tutti i nuovi contenuti (e possibilmente convertire i vecchi) in
formato TEI: un'operazione sicuramente complessa, che potrebbe però
dare i suoi frutti sul lungo termine. 
Parte della complessità di questa operazione sta nel fatto che TEI
non è, di suo, un formato adatto alla stampa o presentazione, ma solo
all'annotazione
semantica.  È  quindi
necessario  un  ulteriore
passo per permetterne la
stampa, ovvero quello di
associare  ad  ogni
elemento  semantico  una
rappresentazione grafica,
quindi  uno  stile,  ed
impaginare  il  risultato.  Vista  così,  l'operazione  può  risultare
sconveniente, quantomeno dal punto di vista economico, considerata la
quantità  di  lavoro  supplementare  necessario.  L'editore  potrebbe
obbiettare: “Tanto sbattimento per cosa?”.
Analizziamo,  ad  esempio,  il  caso  di  un  dizionario  bilingue
cartaceo. Ipotizziamo che tale dizionario sia pensato per essere stampato
in  cartaceo  e  sia  stato  concepito  anche  solo  all'inizio  degli  anni  80,
quando Internet, come lo conosciamo noi, era di là da venire. L'editore di
turno, quindi, aveva una idea piuttosto chiara di cosa voleva ottenere: un
insieme di rappresentazioni  grafiche dei contenuti del dizionario diviso
in  pagine.  Il  risultato  era  simile  alla  scansione  visibile  a  fianco,
proveniente  dal  dizionario  Inglese-Italiano  di  Oxford  Paravia.  È
importante  notare  come  il  testo  sia  in  bianco  e  nero,  per  economia
d'inchiostri  e  castelletti  di  stampa,  e  come sia  tutto  su  una  riga,  con
ritorni  a  capo  solo  alla  fine  dei  lemmi,  per  economia  di  carta.  Gli
elementi  semantici  diversi,  inoltre,  sono  riconoscibili  grazie  a  stili
diversi,  ma  non  sono  univocamente  identificabili:  il  grassetto  è
identificativo sia dell'headword, sia delle categorie di significato (I, II,
III),  sia  delle  sottocategorie  (1.  2.  3.).  È  il  cervello  del  lettore  che
ricostruisce, un po' a fatica, la struttura semantica di quel  blob di testo
presentato.
L'editore utilizza un linguaggio dedicato alla stampa, che sia esso
Postscript,  PDF o un equivalente proprietario: in tale linguaggio sono
definiti  solo  gli  stili  del  testo  (grassetto,  italico...),  i  ritorni  a  capo,  i
margini e i restanti orpelli grafici. Le prime righe del lemma raffigurato
sopra saranno formalizzate in modo simile a questo:
<bold>1.home</bold>
/həʊm/
<bold>I</bold>
n.
<bold>1</bold>
<italic>(dwelling)</italic>
abitazione f.;
<italic>(house)</italic>
[…]
<bold>2</bold>
<italic>(for residential care)</italic>
ricovero m.;
[…] 
Questa definizione è assolutamente adatta alla stampa ma poco
lungimirante: si può notare, ad esempio, come la traduzione ricovero e la
sua Part Of Speech m. siano contenute all'interno dello stesso elemento e
non  taggate  singolarmente.  Inoltre,  non  c'è  modo  di  distinguere
l'headword  home dalla prima categoria di significati  I né dalla prima
sottocategoria 1., dal momento che sono tutti taggati come bold.
Pensiamo  ora  all'adattamento  di  tale  opera  al  digitale.  Sono
passati trent'anni, ma l'operazione di costruzione del dizionario è stata
titanica  ed  è  una  spesa  che  l'editore  non  può  sostenere  nuovamente.
L'opera è ancora valida, poiché una lingua non cambia così rapidamente.
Sono stati aggiunti dei neologismi, ma la voce “Home”, ad esempio, è
rimasta  tale  e  quale.  Nel  passaggio  al  digitale,  tuttavia,  non  è  più
necessario che il testo sia tutto attaccato: non c'è carta da risparmiare e
mostrare il testo seguente è assolutamente equivalente, dal punto di vista
delle risorse, alla scansione di cui sopra, ma molto più leggibile per il
lettore.
Le strutture con valore semantico diverso ora sono organizzate in
base a colori e spaziature, i ritorni a capo sono stati inseriti in modo da
evidenziare la struttura gerarchica del contenuto. Il dizionario è ora un
dizionario  online  o  reso  fruibile  per  mezzo  di  applicazioni  per  PC,
telefono e tablet. La ricerca non si riduce più al semplice sfogliare le
pagine per individuare il  lemma giusto,  ma si è evoluta.  Il  dizionario
deve essere cercabile per lemma e contenuto del lemma, ma anche per
Part Of Speech, per area semantica (Sport, Business...), per marche di
registro  (Fig.,  Spreg.)  e  così  via.  Per  ottenere  questo  risultato  è
necessaria un'annotazione semantica dettagliata, come quella mostrata di
seguito.
<lemaNum>1.</lemaNum>
<headword>home</headword>
<phonetic>həʊm</phonetic>
<lema pos="n.">
  <sublema id="1">
    <syno>dwelling</syno>
    <translation gen="f.">abitazione</translation>
    <syno>house</syno>
    […]
  </sublema>
  <sublema id="2">
    <dest>for residential care</dest>
    <translation gen="m.">ricovero</translation>
    […]
  </sublema>
  […]
</lema> 
L'editore sprovveduto si troverà ora a dover costruire un codice
con  una  valenza  semantica  superiore  a  partire  da  uno  con  valenza
semantica inferiore, anzi pressoché nulla. Nella migliore delle ipotesi, si
riuscirà, con una mole enorme di lavoro, ad ottenere un'annotazione a
malapena sufficiente allo scopo, utilizzando il valore posizionale degli
elementi. Ad esempio, con dichiarazioni del tipo: IF è grassetto AND è
all'inizio del lemma THEN contiene una Headword. Con un approccio
del genere, ovviamente, l'editore deve fare delle rinunce: ha una ricerca
più semplice e meno flessibile,  una visualizzazione meno strutturata e
così via.
È superfluo forse sottolineare come, invece, l'editore che abbia
annotato fin dall'inizio il proprio corpus ora si troverà in posizione di
indubbio vantaggio: con la semplice applicazione di un foglio di stile37, è
37 Esistono linguaggi veri e propri per creare fogli di stile che vadano oltre il classico CSS per l'uso 
con l'HTML. Un esempio è XSLT, un linguaggio di trasformazione per XML definito dal W3C nel 
documento http://www.w3.org/TR/xslt20/
possibile generare un HTML anche più ricco ed ordinato di quello visto
sopra, ed importando i dati all'interno di un database indicizzato in base
al  valore  semantico  è  possibile  effettuare  istantaneamente  ricerche
complesse e flessibili. Quest'ultimo editore ha in totale fatto una quantità
di  lavoro  inferiore  a  quanto  visto  prima,  ma  si  trova  tra  le  mani  un
prodotto molto più raffinato e vendibile.
3.3
Oltre il PDF
Quanto  visto  nella  precedente  sezione,  Buone  pratiche,  è
purtroppo ancora solo un'utopia. 
Gli  editori  sono  spesso  lenti  ad  adattarsi  agli  sconvolgimenti
dell'evoluzione tecnologica, e non gli si può dare torto: la tecnologia sta
cambiando profondamente ogni mestiere e professione,  dal meccanico
che ora si trova a fare diagnostica per mezzo di sofisticati computer al
pizzaiolo che riceve ordinazioni via Internet per mezzo di servizi come
PizzaBo  o  JustEat,  all'insegnante  che  inserisce  i  voti  nel  registro
elettronico, al medico che tiene l'archivio digitale dei propri pazienti.
Leaf,  per  quanto  riguarda  l'editoria,  vuole  andare  proprio  a
coprire quel gap che c'è tra il modo ideale di fare le cose (l'annotazione
semantica di cui abbiamo parlato sopra) e lo stato attuale, permettendo
una fruizione multimediale di titoli ideati per la carta con una quantità di
lavoro supplementare limitata. Una soluzione del genere può avere molto
mercato  in  questo  momento,  grazie  alla  necessità  di  rendere  attuali
materiali costruiti in maniera poco lungimirante, ma non è una soluzione
definitiva:  nell'evoluzione più auspicabile del  settore,  si  desidererebbe
una migrazione ad un formato aperto come TEI. I nuovi testi verrebbero
generati  direttamente in questo formato,  grazie anche ad ausili  per  lo
scrittore  e  l'editor  che  facciano  uso  di  intelligenza  artificiale  e  studi
linguistico-statistici  per  annotare  il  testo  col  minor  intervento  umano
possibile. I vecchi testi verrebbero invece annotati in maniera accurata e
resi quindi più fruibili e ricchi di significato, operazione peraltro già in
atto per mezzo di progetti come EVT, CELT, American Memory from the
Library of Congress e The Charrette Project. Questo potrebbe in futuro
permettere  una  basilare  comprensione,  da  parte  delle  macchine,  del
linguaggio umano: sistemi in grado di fare riassunti automatici, mappe
concettuali, fornire informazioni più accurate in base ad una domanda
posta da un utente... le macchine potrebbero finalmente interfacciarsi con
noi  in  un modo più intuitivo,  comprendendo e sapendo rispondere in
linguaggio naturale.
Nell'ottica  di  un  passaggio  imminente  a  TEI,  purtroppo
attualmente  non  possibile  per  i  motivi  visti  precedentemente,  Leaf
sarebbe stato progettato in modo diverso. Ma come?
Un basilare supporto a qualcosa di simile ai nostri hotspots è già
disponibile per mezzo dell'elemento <recording>.
Nella  documentazione  della  TEI38 si  legge:  “<recording>
(recording event) provides details of an audio or video recording event
used as  the source  of  a  spoken text,  either  directly  or  from a public
broadcast.”
Vediamo quindi che è possibile inserire dei documenti audio e
video,  ma  non  applicare  tutta  la  pletora  di  configurazioni  sul
comportamento di questi elementi, che è stata implementata in Leaf e
che abbiamo visto nel precedente capitolo.
Il punto di forza di TEI, tuttavia, è che è basato su XML che,
come dice l'acronimo, è eXtensible. Questo permetterebbe di creare più
versioni di TEI compatibili tra di loro: di fatto ne esiste già una versione
semplificata, Tei Lite39, che altro non è che un sottoinsieme dei tag della
TEI standard.
Il nostro TeiLeaf sarebbe quindi basato su un sovrainsieme di tag
comprendenti tutti i tag TEI ufficiali, con in aggiunta dei tag o attributi
particolari per gli hotspots. Un testo annotato in questo modo sarebbe
perfettamente compatibile con tutti gli strumenti già esistenti.
L'obiettivo sarebbe però quello di prendere solo i vantaggi di un
testo codificato in questo modo, isolando gli svantaggi. Un esempio è
38 http://www.tei-c.org/release/doc/tei-p5-doc/en/html/ref-recording.html
39 http://www.tei-c.org/Guidelines/Customization/Lite/
quello di operazioni di ricerca su grandi testi, come può essere quella di
generazione dell'indice del libro: sappiamo che nella TEI ogni capitolo è
identificato da un apposito elemento, ma generare un indice a partire da
questo dato presuppone che l'intero file sia letto e percorso alla ricerca di
questi elementi. Tale operazione è lenta e non può essere fatta ad ogni
apertura del libro, per cui le possibilità che si paventano sarebbero due:
la generazione alla  prima apertura del libro (quindi una prima apertura
lenta  ma  compatibilità  completa  con  testi  TEI  standard)  o  la
distribuzione del libro con già un indice, come quello attualmente usato
in  Leaf  (quindi  aperture  sempre  veloci,  con  la  necessità  tuttavia  di
generare questi  files e distribuirli  insieme al testo vero e proprio). La
stessa problematica si applicherebbe, se vogliamo in modo più incisivo,
alla ricerca full text: in tal caso si avrebbe in più la necessità di utilizzare
un database SQL come visto nella sezione Dati, per ottenere una ricerca
sufficientemente rapida.
In sostanza la TEI risolverebbe  molti problemi,  ma non  tutti  i
problemi legati alla creazione di un lettore di ebook aumentati semantici.
CONCLUSIONE
Douglas Robertson ha individuato il  motore dei quattro grandi
balzi  socio-culturali  della  storia  dell'umanità  nei  quattro  strumenti
fondamentali  di  manipolazione  e  gestione  delle  informazioni:
linguaggio, scrittura, stampa, internet. La cultura umana ha origine con
la  nascita  del  linguaggio,  la  civiltà  si  fonda  sulla  scrittura,  il
Rinascimento  acquista  forza  e  capacità  di  penetrazione  grazie
all'invenzione della stampa, oggi il nuovo Rinascimento è catalizzato da
Internet.  “Insomma,  quando  l'uomo  scopre  un  modo  più  efficace  di
registrare  e  condividere  informazioni,  in  quel  momento  avviene  un
cambio di paradigma”40.
La stampa è un paradigma ormai al tramonto. Ciò non toglie che
la  forma-libro,  che  essa  ha  prodotto,  abbia  inciso  e  incida  ancora
fortemente nella cultura occidentale. Il libro ha permesso di ampliare la
memoria, fornendo un supporto materiale. Ha fermato dei concetti dal
continuo modificarsi indotto dalla trasmissione orale. È stato in grado di
ampliare  le  capacità  umane,  permettendo  la  costruzione  di  civiltà
40 D. Robertson, in G. O. Longo, A. Vaccaro Bit Bang. La nascita della filosofia digitale, Maggioli 
Editore online, 2013, p.71
complesse e moderne, fondate su leggi da tutti riconosciute, ancora una
volta impresse su carta.
Il libro si è evoluto sia dal punto di vista fisico, sia da quello del
contenuto: il testo stesso ha cambiato forma, passando dall'unico flusso
di parole non separate, trascritte nei codici dagli amanuensi, alla struttura
attuale, arrivando a volte a sfruttare particolari artifici grafici o stilistici,
come nel caso delle poesie futuriste o del flow of consciousness, quasi un
ritorno alle origini.  Il  testo,  insomma, è multiforme, ed è in continuo
divenire.  La  sua  evoluzione  continua  nei  secoli,  e  siamo  noi  oggi  a
fondare il modello del testo del futuro.
Leaf  è  l'esempio  di  quale  possa  essere  una  delle  possibili
evoluzioni del testo nel brevissimo futuro: pur rimanendo ancorato alla
concezione  tradizionale  di  testo,  si  proietta  in  avanti,  spalancando  le
frontiere della multimedialità. L'informazione non corre più su un solo
canale, ma li occupa tutti, contemporaneamente. Il lavoro interpretativo
del lettore si assottiglia, mentre il dettaglio dell'informazione cresce. Il
che può essere un vantaggio o no, a seconda dei casi e delle persone.
D'altra parte, cresce la possibilità espressiva dell'autore che abbia deciso
di basare una nuova opera su questa tecnologia.
Ho mostrato inoltre come Leaf si proponga come strumento di
ammodernamento di  pubblicazioni già esistenti.  Questo può porre dei
problemi di natura etica, nel caso in cui la figura dell'annotatore digitale
non coincida con quella dell'autore, di cui abbiamo parlato nella sezione
L'arricchimento digitale di un testo pre-digitale.
Lo  stesso  sviluppo  dell'applicazione  permette  di  riflettere  sul
modo in cui l'uomo schematizza e costruisce la sua comunicazione con
la macchina. Anche la programmazione è, se si vuole, un altro tipo di
testo, regolato da propri schemi e leggi. Convenzioni regolano il fluire
delle istruzioni, artefatti digitali rappresentano concetti (si veda il caso
dell'Activity) o contenuti (il database o il file XML), tutti strutturati e
regolamentati. C'è infine comunicazione anche tra le macchine: Leaf che
chiede al server se ci sono novità e, in caso positivo, richiede il catalogo.
È pur sempre una forma di comunicazione, seppur digitale. Ma è poi così
importante  il  sistema  di  memorizzazione,  sia  esso  scritto  su  carta  o
memorizzato in impulsi elettrici sotto forma di bit, una volta che si abbia
comunicazione, quindi trasferimento di conoscenza?
Abbiamo,  infine,  dato  un'occhiata  al  futuro.  L'ho  desiderato
libero  e  basato  sulla  condivisione,  come  tenteremo  di  costruirlo.  Ho
immaginato editori  riporre fiduciosi il loro tesoro più prezioso in formati
come TEI, capaci di raccogliere il frutto dei propri sforzi, quasi fossero
la  formichina  della  favola  che  si  sente  al  sicuro  dalle  difficoltà
dell'editore-cicala,  grazie  al  patrimonio  di  conoscenza  annotata  che  è
stato  ordinatamente  accumulato.  Ho  infine  sognato  grandi  corpus,
composti da testi annotati ed arricchiti digitalmente in modo standard,
pulito e corretto.
La  speranza  è  che  questa  opera,  seppur  solitaria  goccia
nell'Oceano, possa dare il suo contributo alla costruzione di un futuro
digitale e libero.
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