Important
The typical architecture of the conventional motion control system for robot manipulator is shown in Fig. 1(b) , which consists of a central controller, five sets of servo drivers and one robot manipulator. The central controller, which usually adopts a float-pointed processor, performs the function of motion trajectory, inverse kinematics, data communication with servo drivers and the external device. Each servo driver uses a fixed-pointed processor, some specific ICs and an inverter to perform the functions of position control at each axis of robot manipulator and the data communication with the central controller. Data communication media between them may be an analog signal, a bus signal or a serial asynchronous signal. Therefore, once the central controller receives a motion command from external device. It will execute the computation of motion trajectory and inverse kinematics, generate five position commands and send those signals to five servo drivers. Each servo driver received the position command from central controller will execute the position controller to control the servo motor of manipulator. As the result, the motion trajectory of robot manipulator will follow the prescribed motion command. However, the motion control system in Fig .1 (b) has some drawbacks, such as large volume, easy effected by the noise, expensive cost, inflexible, etc. In addition, data communication and handshake protocol between the central controller and servo drivers slow down the system executing speed. To improve aforementioned drawbacks, www.intechopen.com
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based on the novel FPGA technology, the central controller and the controller part of five servo drivers in Fig. 1 (b) are integrated into a motion control IC in this study, which is shown in Fig.  1(a) . The proposed motion control IC has two IPs. One IP performs the functions of the motion trajectory by software. The other IP performs the functions of inverse kinematics and five axes position controllers by hardware. Hence, hardware/software co-design technology can make the motion controller of robot manipulator more compact, flexible, better performance and less cost. The detailed design methodology is described in the following sections, and the contributions of this study will be illustrated in the conclusion section. 
Motion control system
Motion command (b) Figure 1 . (a) The proposed architecture of an FPGA-based motion control system for robot manipulator (b) the conventional motion control system for robot manipulator
where ) (θ M denotes the inertial matrix;
τ denote the inertial, viscous and generated torque of the motor, and the load torque to the i th axis of the robot manipulator, respectively. Consider a friction (2) is small and can be ignored. Then, (2) to (4) can be arranged and simplified by the following equation.
Therefore, the dynamics of the dc motors that drive the arm links are given by the n decoupled equations
The dynamic equations including the robot manipulator and DC motor can be obtained by combining (1) and (6). The gear ratio of the coupling from the motor i to arm link i is given Hence, substituting (8) into (6), then into (1), it can be obtained by r term in (10) can be ignored, and (10) can be simplified as
Substituting (7) and (8) 
If the gear ratio is small, then the control block diagram combining arm link, motor actuator, position loop P controller, speed loop PI controller, inverse kinematics and trajectory planning for the servo and motion controller in a five-axis robot manipulator can be represented in Fig. 2 . In Fig.2 , the digital PI controllers in the speed loop are formulated as follows.
Where the p k , i k are P-controller gain and I-controller gain, the ) (n e is the error between command and sensor value and the ) (n v is the PI controller output. Figure 3 shows the link coordinate system of the five-axis articulated robot manipulator using the Denavit-Hartenberg convention. Table 1 illustrates the values of the kinematics parameters. The inverse kinematics of the articulated robot manipulator will transform the coordinates of robot manipulator from Cartesian space R 3 (x,y,z) to the joint space R 5 (   5  4  3  2  1 , , , , θ θ θ θ θ ) and it is described in detail by author of (Schilling, 1998) . The computational procedure is as follows. Step2:
Computational of the inverse kinematics for robot manipulator
Step3:
Step7:
where a 1 , a 5 , d 1 , d 5 are Denavit-Hartenberg parameters and atan2 function refers to Table 2 .
www.intechopen.com 
Case
Quadrants Table 2 . Four-quadrant arctan function (Schilling, 1998) 
Planning of the motion trajectory

3.3.1The computation of the point-to-point motion trajectory
To consider the smooth motion when manipulating the robot, the point-to-point motion scheme with constant acceleration/deceleration trapezoid velocity profile is applied in Fig.2 . In this scheme, the designed parameters at each axis of robot are the overall displacement
(degree), the maximum velocity W i (degree/s), the acceleration or deceleration period T acc and the position loop sampling interval t d . Therefore, the instantaneous position command q at each sampling interval, based on the trapezoid velocity profile, can be computed as follows:
Step 1: Compute the overall running time. First, compute the maximum running time without considering the acceleration and deceleration:
This T 1 must exceed acceleration time T acc . The acceleration and deceleration design is then considered, and the overall running time is T= Max (T 1 , T acc ) + T acc (25)
Step 2: Adjust the overall running time to meet the condition of a multiple of the sampling interval.
Where N represents the interpolation number and [.] refers to the Gauss function with integer output value. Hence,
Step 3: Modify the maximum velocity
Step 4 : Calculate the acceleration/deceleration value
Step 5 
where t =n* t d , 0<n≤ N ′ and 2 r q denotes the final position in the constant speed region.
www.intechopen.com
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Therefore, applying this point-to-point motion control scheme, all joins of robot will rotate with simultaneous starting and stopping.
The computation of the linear and circular motion trajectory
Typical motion trajectories have linear and circular trajectory. a. Linear motion trajectory The formulation of linear motion trajectory is as follows:
y , i z are path increment, angle between z-axis and path vector, angle between x-axis and the vector that path vector projects to x-y plane, angle between y-axis and the vector that path vector projects to x-y plane, x-axis, y-axis and zaxis trajectory command, respectively. The running speed of the linear motion is determined by s ∆ . b. Circular motion trajectory with constant value in Z-axis
The formulation of circular motion trajectory with constant value in Z-axis is as follows:
x , i y and i z are angle, angle increment, radius, x-axis, y-axis and z-axis trajectory command, respectively. The running speed of the circle motion is determined by ϕ ∆ . Figure 4 illustrates the internal architecture of the proposed FPGA-based motion control IC for a five-axis robot manipulator. The motion control IC, which comprises a Nios II embedded processor IP and a motion control IP, is designed based on the SoPC technology, which is developed by Altera Cooperation. The FPGA chip employed herein is an Altera Stratix II EP2S60F672C5ES, which has 48,352 ALUTs, maximum 718 user I/O pins, total 2,544,192 RAM bits. And a Nios II embedded processor has a 32-bit configurable CPU core, www.intechopen.com
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16 M byte Flash memory, 1 M byte SRAM and 16 M byte SDRAM. A custom software development kit (SDK) consists of a compiled library of software routines for the SoPC design, a Make-file for rebuilding the library, and C header files containing structures for each peripheral. The Nios II embedded processor depicted in Fig. 4 performs the function of motion command, computation of point-to-point motion trajectory as well as linear and circular motion trajectory in software. The clock frequency of the Nios II processor of is 50MHz. Figure 5 illustrates the flow charts of the main program, subroutine of point-to-point trajectory planning and the interrupt service routine (ISR), where the interrupt interval is designed with 10ms. However, point-to-point motion and trajectory tracking motion are run by different branch program. Because the inverse kinematics module is realized by hardware in FPGA, the computation in Fig. 5 needed to compute the inverse kinematics has to firstly send the x, y, z value from I/O pin of Nios II processor to the inverse kinematics module, wait 2µs then read back the
. All of the controller programs in Fig. 5 are coded in the C programming language; then, through the complier and linker operation in the Nios II IDE (Integrated Development Environment), the execution code is produced and can be downloaded to the external Flash or SDRAM via JTAG interface. Finally, this execution code can be read by Nios II processor IP via bus interface in Fig. 4 . Using the C language to develop the control algorithm not only has the portable merit but also is easier to transfer the mature code, which has been well-developed in other devices such as DSP device or PC-based system, to the Nios II processor. The motion control IP implemented by hardware, as depicted in Fig. 4 , is composed of a frequency divider, an inverse kinematics module, a five-axis position controller module, a five-axis speed estimated and speed controller module, five sets of QEP (Quadrature Encoder Pulse) module and five sets of PWM (Pulse Width Modulation) module. The frequency divider generates 50MHz (clk), 762Hz (clk_ctrp), 1525Hz (clk_ctrs) and 50MHz (clk_sp) to supply all module circuits of the motion control IP in Fig.4 . To reduce the usage in FPGA, the FSM method is proposed to design the circuit in the position/speed controller module and the inverse kinematics module, as well as the VHDL is used to describe the behaviors. Figure 6 (a) and 6(b) respectively describe the behavior of the single axis P controller in the position controller module and the single axis PI controller in the speed controller module. There are 4 steps and 12 steps to complete the computation of the single axis P controller and the single axis PI controller, respectively. And only one multiplier, one adder and one comparator circuits are used in Fig.6 . The data type is 16-bit length with Q15 format and 2's complement operation. To prevent numerical overflow and alleviate windup phenomenon, the output values of I controller and PI controller are both limited within a specific range. The step-by-step computation of single axis controller is extended to five axes controller and illustrated in Fig.7 . We can find that, it needs 20 steps to complete the computation of overall five axes P controllers in position control in Fig. 7(a) , and 60 steps to complete the computation of overall five axes PI controllers in speed control in Fig. 7(b) . However, in Fig.7(a) and Fig.7(b) , it still need only one multiplier, one adder and one comparator circuits to complete the overall circuit, respectively. Furthermore, because the execution time of per step machine is designed with 20ns (clk_sp : 50MHz clock), the total execution time of five axes controller needs 0.4µs and 1.2 µs in position and speed loop control, respectively. And, the sampling frequency in position and speed loop control are respectively designed with 762 Hz (1.31ms) and 1525 Hz (0.655ms) in our proposed servo system of robot manipulator. It apparently reveals that it is enough time to complete the five axes controller during the control interval. Designed with FSM method, although five axes controllers need much computation time than the single axis controller, but the resource usage in FPGA is the same. The circuit of the QEP module is shown in Fig.8(a) , which consists of two digital filters, a decoder and an up-down counter. The filter is used for reducing the noise effect of the input signals PA and PB. The pulse count signal PLS and the rotating direction signal DIR are obtained using the filtered signals through the decoder circuit. The PLS signal is a four times frequency pulses of the input signals PA or PB. The Qep value can be obtained using PLS and DIR signals through a directional up-down counter. Figure 8 (b) and (c) are the simulation results for QEP module. Figure 8(b) shows the count-up mode where PA signal leads to PB signal, and Fig. 8(c) shows the count-down mode while PA signal lags to PB phase signal. The circuit of the PWM module is shown in Fig.9(a) , which consists of two up-down counters, two comparators, a frequency divider, a dead-band generating circuit, four AND logic gates and a NOR logic gate. The first up-down counter generates an 18 kHz frequency symmetrical triangle wave. The counter value will continue comparing with the input signal u and generating a PWM signal through the comparator circuit. To prevent the short circuit occurred while both gates of the inverter are triggered-on at the same time; a circuit with 1.28µs dead-band value is designed. Finally, after the output signals of PWM comparator and dead-band comparator through AND and NOR logic gates circuit, four PWM signals with 18 kHz frequency and 1.28µs dead-band values are generated and sent out to trigger the IGBT device. Step2
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J1-axis J2-axis J3-axis J4-axis J5-axis (54) by parallel operation method is resource consumption in FPGA; therefore, an FSM is adopted to model the inverse kinematics and illustrated in Fig. 10 , then the VHDL is adopted to describe the circuit of FSM. The data type is 16-bit length with Q15 format and 2's complement operation. There are total 42 steps with 20ns/step to perform the overall computation of inverse kinematics. The circuits in Fig.10 need two multipliers, one divider, two adders, one component for square root function, one component for arctan function, one component for arcos function, one look-up-table for sin function and some comparators for atan2 function. The multiplier, adder, divider and square root circuit are Altera LPM (Library Parameterized Modules) standard component but the arcos and arctan function are our developed component. The divider and square root circuits respectively need 5 steps executing time in Fig. 10 ; the arcos and arctan component need 9 steps executing time; others circuit, such as adder, multiplier, LUT etc., needs only one step executing time. Furthermore, to realize the overall computation of the inverse kinematics needs 840ns (20ns/step* 42 steps) computation time. In our previous experience, the computation for inverse kinematics in Nios II processor using C language by software will take 5.6ms. Therefore, the computation of the inverse kinematics realized by hardware in FPGA is 6,666 times faster than those in software by Nios II processor. Finally, to test the correctness of the computation of inverse kinematics in Fig.10 , three cases at Cartesian space (0,0,0), (200,100,300) and (300,300,300) are simulated and transformed to the joint space. The simulation results are shown in Fig. 11 that com_x, com_y, com_z denote input commands at Cartesian space, and those com_1 to com_5 denote output position commands at joint space. The simulation result in Figure 11 demonstrates the correctness of the proposed design method of the inverse kinematics. Figure 10 . Circuit of computing the inverse kinematics using finite state machine www.intechopen.com
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Finally, the FPGA utility of the motion control IC for robot manipulator in Fig. 4 is evaluated and the result is listed in Table 3 . The overall circuits included a Nios II embedded processor (5.1%, 2,468 ALUTs) and a motion control IP (14.4%, 6,948 ALUTs) in Fig. 4, use 19 .5% (9,416 ALUTs) utility of the Stratix II EP2S60. Nevertheless, for the cost consideration, the less expensive device -Stratix II EP2S15 (12,480 ALUTs and 419,329 RAM bits) is a better choice. In Fig. 4 , the software/hardware program in parallel processing enhances the controller performance of the motion system for the robot manipulator. Table 3 . Utility evaluation of the motion control IC for robot manipulator in FPGA
Experimental system and results
Figure 12 presents the overall experimental system which includes an FPGA experimental board, five sets of inverter, five sets rectifier, a power supplier system and a Mitsubishi Movemaster RV-M1 micro articulated robot. The micro articulated robot has five servo axes (excluding the hand) and its specification is shown in Fig.13 . Each axis is driven by a 24V DC servo motor with a reduction gear. The operation ranges of the articulated robot are wrist roll ±180 degrees (J5-axis), wrist pitch ±90 degrees (J4-axis), elbow rotation 110 degrees (J3-axis), shoulder rotation 130 degrees (J2-axis) and waist rotation 300 degrees (J1-axis). The gear ratios for J1 to J5 axis of the robot are 1:100, 1:170, 1:110, 1:180 and 1:110, respectively. Each DC motor is attached an optical encoder. Through four times frequency circuit, the encoder pulses generate 800pulses/cycle at J1 to J3 axis and 380pulses/cycle at J4 and J5 axis. The maximum path velocity is 1000mm/s and the lifting capacity is 1.2kg including the hand. The total weight of this robot is 19 kg. The inverter has 4 sets of IGBT type power transistors. The collector-emitter voltage of the IGBT is rating 600V, the gate-emitter voltage is rating ±12V, and the collector current in DC is rating 25A and in short time (1ms) is 50A. The photo-IC, Toshiba TLP250, is used for gate driving circuit of IGBT. Input signals of the inverter are PWM signals from FPGA chip. The FPGA-Altera Stratix II EP2S60F672C5ES in Fig. 1(a) is used to develop a full digital motion controller for robot manipulator. A Nios II embedded processor can be download to this FPGA chip. Fig.12 or Fig.4 , the realization in PWM switching frequency, dead-band of inverter, position and speed control sampling frequency are set at 18k Hz, 1.28µs, 762 Hz and 1525 Hz, respectively. Moreover, in the position loop P controller design, the controller parameters at each axis of robot manipulator are selected with identical values by P-gain with 2.4. However, in the speed loop PI controller design, the controller parameters at each J1~J5 axis are selected with different values by [3.17, 0.05] , [3.05, 0.12] , [2.68, 0.07] , [2.68, 0.12] and [2.44, 0.06] , respectively. To confirm the effectiveness of the proposed motion control IC, the square-wave position command with ±3 degrees amplitude and 2 seconds period is firstly adopted to test the dynamic response performance. At the beginning of the step response testing, the robot manipulator is moved to a specified attitude for joints J1-J5 rotating at the [9 o , 40 o , 60 o , 45 o , 10 o ] position. Figure 14 shows the experimental results of the step response under these design conditions, where the rise time of the step responses are with 124ms, 81ms, 80ms, 151ms and 127 ms for axis J1-J5, respectively. The results also indicate that these step responses have almost zero steady-state error and no oscillation. Next, to test the performance of a point-topoint motion control for the robot manipulator, a specified path is run where the robot moves from the point 1 position, (94.3, 303.5, 403.9) mm to the point 2 position, (299.8, 0, 199.6 ) mm, then back to point 1. After through inverse kinematics computation in (17) Additionally, a point-to-point control scheme with constant acceleration/deceleration trapezoid velocity profile adopts to smooth the robot manipulator movement. Applying this motion control scheme, all joins of robot rotate with simultaneous starting and simultaneous stopping time. The acceleration/deceleration time and overall running time are set to 256ms and 1s, and the computation procedure in paragraph 3.3.1 is applied. Figure 15 shows the tracking results of using this design condition at each link. The results indicate that the motion of each robot link produces perfect tracking with the target command in the position or the velocity response. Furthermore, the path trajectory among the position command, actual position trajectory and point-to-point straight line in Cartesian space R 3 (x,y,z) are compared, with the results shown in Fig. 16 . Analytical results indicate that the actual position trajectory can precisely track the position command, but that the middle path between two points can not be specified in advanced. Next, the performance of the linear trajectory tracking of the proposed motion control IC is tested, revealing that the robot can be precisely controlled at the specified path trajectory or not. The linear trajectory path is specified where the robot manipulator moves from the starting position, (200, 100, 400) mm to the ending position, (300, 0, 300) mm, then back to starting position. The linear trajectory command is generated 100 equidistant segmented points from the starting to the ending position. Each middle position at Cartesian space R 3 (x,y,z) will be transformed to joint space ( 
Conclusion
This study presents a motion control IC for robot manipulator based on novel FPGA technology. The main contributions herein are summarized as follows. 1. The functionalities required to build a fully digital motion controller of a five-axis robot manipulator, such as the function of a motion trajectory planning, an inverse kinematics, five axes position and speed controller, five sets of PWM and five sets of QEP circuits have been integrated and realized in one FPGA chip. 2. The function of inverse kinematics is successfully implemented by hardware in FPGA;
as the result, it diminishes the computation time from 5.6ms using Nios II processor to 840ns using FPGA hardware, and increases the system performance. 3. The software/hardware co-design technology under SoPC environment has been successfully applied to the motion controller of robot manipulator. Finally, the experimental results by the step response, the point-to-point motion trajectory response and the linear and circular motion trajectory response, have been revealed that based on the novel FPGA technology, the software/hardware co-design method with parallel operation ensures a good performance in the motion control system of robot manipulator. Compared with DSP, using FPGA in the proposed control architecture has the following benefits.
