We present an algorithm that constructs a strictly convex quadrilateral mesh for a simple polygonal region in which no newly created angle is smaller than 18.43
INTRODUCTION
The generation of quadrilateral meshes with provable guarantees on mesh quality poses several interesting open questions. While theoretical properties of triangle meshes are well understood [5, 7, 10] , much less is known about algorithms for provably good quadrilateral meshes. Analysts, however, prefer quadrilateral and hexahedral meshes for better solution quality in numerous applications [1, 3, 8, 11] . This is because they have better convergence properties, and hence lower approximation errors, in finite element methods for solutions to systems of partial differential equations. Quadrilateral meshes also offer lower mesh complexity, and better directionality control for anisotropic meshing. For stable analytical results, however, it is critical to construct meshes with certain quality guarantees. Specifically, algorithms that construct well-shaped elements by providing bounds on minimum and maximum angles have much practical value. Techniques such as paving [6] work well in practice, but do not give provable angle guarantees. Circlepacking techniques have been used to construct quadrangulations with no angles larger than 120
• for polygon interiors [4] , but with no bound on smallest angle. We present a new algorithm to generate strictly convex quadrilateral meshes for simple polygonal regions, possibly with holes, with a provable guarantee on the minimum angle. We use quadtrees to show that no newly created angle in the mesh is smaller than 18.43
• . This is the first known quadrilateral mesh generation algorithm with a provable bound on the minimum angle. (Quadtrees have been used to give triangular meshes without small angles for point sets and polygons in 2D [5] , and octrees have been utilized to construct tetrahedral meshes with bounded aspect-ratio elements for polyhedra [9] .) 1 Based on results obtained in [2] .
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DESCRIPTION OF THE ALGORITHM

Meshing a point-set
We first introduce an algorithm designed to construct a quadrilateral mesh for a point set in which the minimum angle is bounded below by 45
• − arctan ( 1 3 ) = 26.57
• . A quadtree decomposition is applied to the point set first, ensuring certain separation and balancing conditions. The end-result is such that (i) neighboring quadtree cells differ by at most one level and (ii) a quadtree cell contains at most a single input vertex, and if containing such a vertex, it is surrounded by twenty-four empty cells of the same size. We then take the dual of the quadtree and place additional Steiner points in select quadtree cells by identifying and applying one of 6 templates which are based on quadrant layout. Our recursive algorithm applies the templates to all internal nodes of the quadtree, starting at the deepest subdivision level, where the node is quadrangulated exactly as shown in Fig. 1 . At an arbitrary level of subdivision, each non-leaf child is already internally quadrangulated and we simply stitch the children together. After the meshing is completed, we warp mesh vertices onto the original input vertices.
Meshing a polygonal region
We then extend the point-set meshing algorithm to incorporate polygonal edges and construct a quadrilateral mesh for the interior of a simple polygon in which new angles (angles other than those determined by the input) are bounded below by arctan(
• . The input polygon is first converted to a polygon that contains only obtuse angles by "cutting off" acute corners. We then apply the point-set algorithm to the vertices of the modified non-acute polygon. An important difference in the adaptation is additional edgeenforced quadtree subdivisions to ensure proper separation of the edges. Once we obtain the point-set based quadrilateral mesh, we begin restricting the mesh to the interior of the polygon. A polygonal edge − → ab intersects a finite set of quadrilaterals in the existing mesh. We define the quadrangulation chain α associated with this edge as the sequence of edges of these quadrilaterals that lie strictly to the interior of the polygon. The idea is to unzip the mesh by removing the mesh elements that lie outside of α and then quadrangulate the region between α and its associated edge by adding Steiner points either in the interior of the region or on the edge. However, in order to quadrangulate the region with the desired angle bounds, we need to know more about the geometry α. We identify α algorithmically as well as establishing the required geometric properties in the following steps:
1. For each edge, we identify a series of quadtree cells whose centers lie immediately above the associated edge. All such centers are proven to be on the quadrangulation chain associated with that edge. Moreover, all such cell centers are edge or corner neighbors in the quadtree and are connected by subchains containing at most 4 mesh edges in limited variations. 2. The quadrangulation chains for consecutive edges are then connected at the vertex regions in a straightforward way thanks to the strictly grid-like geometry of those regions. Note that these corner connections create a single complete chain. 3. We then unzip the mesh by removing the mesh elements that lie outside of this completed chain. 4. The region between each quadrangulation chain and its associated edge is then quadrangulated with a minimum angle guarantee of 18.43
• . We first drop perpendicular projections from every cell center to the edge, and then quadrangulate the regions between each pair of consecutive projections via limited case-analysis. Finally, the vertex regions are quadrangulated with the desired angle bound.
VIDEO
The implementation was coded with C and OpenGL on a Linux machine running Fedora 9. Snapshots of the program were captured at various stages and assembled in Flash for syncing and animation. The video was then exported and refined in Imovie. Audio was recorded using Audacity and then synced with the video frames in Imovie. All video production work was done on a MacBook Pro running MacOS 10.5. 
