High quality meshes are crucial for the solution of partial differential equations (PDEs) via the finite element method (or other PDE solvers). The accuracy of the PDE solution, and the stability and conditioning of the stiffness matrix depend upon the mesh quality. In addition, the mesh must be untangled in order for the finite element method to generate physically valid solutions. Tangled meshes, i.e., those with inverted mesh elements, are sometimes generated via large mesh deformations or in the mesh generation process. Traditional techniques for untangling such meshes are based on geometry and/or optimization. Optimization-based mesh untangling techniques first untangle the mesh and then smoothe the resulting untangled mesh in order to obtain high quality meshes; such techniques require the solution of two optimization problems.
Introduction
Numerical solution of partial differential equations (PDEs) requires discretization of the governing equations as well as the geometric domain on which the equations are to be solved. The discretized domain, composed of various
Definition of Element Validity
A finite element mesh is said to be valid if it is not tangled, i.e., if it does not contain any inverted elements. An inverted element is one for which (1) two edges intersect at a point which is not a vertex of the element or (2) its vertex ordering does not satisfy a right-handed rule (i.e., its vertices have not been ordered in a counter-clockwise manner).
Assuming the vertices have been ordered according to a right-handed rule, inverted elements are those which have negative volume. For triangular and tetrahedral elements, a negative volume (and hence an inverted element) can be detected by a negative Jacobian matrix determinant.
For tetrahedral meshes, the Jacobian matrix is defined as follows [23] . Jacobian matrices for triangular meshes are defined similarly. Let T be a tetrahedral element with vertices v n , n = 0, 1, 2, 3 with coordinates x n ∈ R 3 . Define three edge vectors e k,n = x k − x n with k n and k = 0, 1, 2, 3. Then the three edge vectors emanating from vertex v n are given by e n+1,n , e n+2,n , and e n+3,n where indices are taken modulo four. Define the Jacobian matrix at vertex n (denoted by A n ) as follows:
A n = (−1) n e n+1,n , e n+2,n , e n+3,n .
Let α n be the determinant of A n . Because a right-handed rule has been assumed for the vertex ordering, elements with a negative volume satisfy α n < 0, as the tetrahedron's volume is given by 1 6 α n . In the case of quadrilateral meshes, researchers have used various definitions in order to define validity. In this paper, we use the definition of validity prescribed by Li and Freitag in [10] which is as follows: "A quadrilateral element is valid if and only if there is at most one negative Jacobian among (its) four vertices."
Thus, one can compute the determinant of the Jacobian at each mesh vertex and can then use the determinant information to test for inverted triangular, tetrahedral, or quadrilateral elements.
Force-Directed Approach to Mesh Untangling
In this section, we describe how we modify a force-directed graph layout method for mesh untangling. Graph layout methods, such as the Fruchterman and Reingold (FR) algorithm [21] , are used to place the vertices and edges of the graph on a two-(or three-) dimensional space, in order to (i) minimize the number of edges crossing each other and (ii) reduce the standard deviation of the edge lengths, thereby achieving an aesthetically pleasing layout.
The FR method considers a graph as a collection of objects (vertices) connected by springs (edges), with two kinds of forces acting on the vertices: (i) attraction due to the springs (only between connected vertices) and (ii) repulsion due to mutually charged objects (between all vertices).
Let d uv denote the Euclidean distance between two vertices v and u. Then the attractive force, F FR A , and the repulsive force, F FR R , are calculated as follows:
where k is a constant proportional to the square root of the ratio of the area where the graph is laid out to the number of vertices. The FR algorithm is applied for several iterations. During each FR iteration, the vertices are moved in proportion to the calculated attractive or repulsive forces until the desired layout is obtained. Many implementations of FR use a "temperature" component that limits the maximum displacement of a vertex. As the iterations progress, the "temperature" becomes lower, in effect allowing finer adjustments to the positions of the vertices.
Force Directed Mesh Untangling
It may be possible for a given 2D (or 3D) mesh to be drawn in a plane (or a volume) without any edge crossings, i.e., in an untangled mesh form. Indeed, achieving such a graph layout is the objective of the FR algorithm. Additionally, FR attempts to equalize the edge lengths, leading to good quality of the mesh elements (in the isotropic case). Therefore force-directed graph layout is an ideal algorithm that can both untangle and smoothe finite element meshes simultaneously.
However, there are certain requirements of mesh untangling that FR in its original form cannot satisfy. We discuss these aspects below and describe how we modified FR to satisfy these requirements.
1. Placement of Boundary Vertices: Since meshes are generated for use in the numerical solution of PDEs on a particular domain, an essential condition for the mesh is that the coordinates of the boundary vertices remain fixed.
However, for force-directed methods which target visually pleasing graph layouts, we can only constrain the elements to be confined within a specified rectangle (for 2D meshes) or cube (for 3D meshes). In fact, constraining the boundary vertices can lead to lower quality meshes or even to failure of mesh untangling.
To satisfy the boundary constraint, we apply a two-step procedure. We first untangle the mesh using force-directed methods, with the dimensions of the constraining rectangle to be slightly larger than the boundary of the mesh. Then, we move the boundary vertices (and other vertices if needed) to conform to the domain boundary. Note that, unlike local mesh smoothing, this is not an individual step-by-step process for each vertex. Rather we determine how far the vertices are away from the boundary and use geometric transformations like translation and rotation to move all the required vertices through one operation.
2. Preserving the Shape of the Geometric Domain: An important constraint in mesh untangling is that the final shape of the mesh should coincide with the shape of the geometric domain that is being discretized. Since forcedirected methods attempt to equalize edge length, the final graph layout may take the form of a regular polygon, generally a rectangle or cube.
To preserve the shape of the geometric domain, we apply two modifications to FR. First, to incorporate curvatures in the shape, we multiply the attractive force component by edge weights. A larger weight brings the vertices closer, corresponding to a smaller radius of curvature; a lower edge weight separates the vertices further, resulting in a larger radius of curvature.
Second, we identify portions of the mesh that correspond approximately to regular-shaped polygons (i.e., polygons with equal angles) and apply FR individually on each of these subdivisions. In our current version, these polygons are identified manually by the user. In the future, we plan to automate the identification of these regular-shaped regions of the mesh. We then combine the resulting submeshes to generate the final result. Figure 1 (a) is an example of a tangled mesh on a horseshoe-shaped domain taken from [9] . Application of the original force-directed method does not preserve either the shape of the domain or the mesh boundaries ( Figure 1(b) ).
An Example of Force-Directed Mesh Untangling of a Horseshoe Mesh
Therefore, we first identify each layer of the horseshoe as a regular polygon (in this case a rectangle) and then apply FR on each of these layers one at a time. Note that even though each layer is like a rectangle, the shape of the domain is curved. We therefore add appropriate weights to the edges on the longer side of the rectangle to obtain the curvature. Since the first six (out of ten) layers are already untangled, FR is applied on the remaining four layers as shown in Figures 
Time Complexity of the Force-Directed Mesh Untangling Method
The time complexity for computing the attractive forces over the vertices is θ(E), and the complexity for computing the repulsive forces is θ(V 2 ) for a graph with V vertices and E edges. Therefore, the time complexity of the FR algorithm over It iterations is θ(It * (E + V 2 )). In practice, such as in the algorithmic implementation used in this paper, not all vertices are considered for computing the repulsive force; instead a grid variant algorithm is used. The embedding area is divided into grids, and the repulsive forces across only vertices within a certain distance are considered. When the vertex distribution is uniform, the complexity of the repulsive force becomes (V) [21] .
Mesh Untangling Using Mesquite
In this section, we describe the optimization-based mesh untangling method implemented in Mesquite (code version 1.99 Alpha) [22] which is a modification of the method described by Knupp in [1] , as we will compare the FR method against this state-of-the-art method in Section 5.
The force-directed mesh untangling procedure on the horseshoe mesh: (a) tangled mesh [9] ; (b) untangled mesh obtained from applying original, force-directed untangling method; (c)-(f) untangled meshes obtained from applying the force-directed untangling method to layers one through four, (g) final untangled horseshoe mesh; (h) untangled Mesquite horseshoe mesh.
Knupp's Optimization-based Mesh Untangling Method
The optimization-based mesh untangling method proposed by Knupp in [1] seeks to minimize the difference between the absolute and signed element volumes and to increase the quality of mesh elements through the introduction of a parameter β > 0. The global objective function employed in Mesquite is
where α m is the determinant of the Jacobian matrix for element m. Note that a larger value of β means a larger minimum acceptable mesh element volume. The user may increase the value of β in an attempt to improve the quality of the mesh elements; however, if β is too large, it may not be possible to solve the resulting optimization problem. The version of the mesh untangling method we employed in Mesquite is a local implementation of Knupp's mesh untangling method described above. The method proceeds by solving several small optimization problems (i.e., one problem for each interior vertex) to locally untangle each patch of the mesh. The objective function for each optimization problem is a local version (i.e., restricted to a single patch of the mesh) of the above global objective function. For the purposes of this paper, a patch is defined to be an interior vertex, its surrounding elements, and the corresponding vertices. A nonlinear Polak-Ribiére method is used to solve the optimization problems in Mesquite. Typically, several passes through the mesh are necessary in order to untangle the mesh.
Time Complexity of Mesquite
The time complexity of the Mesquite mesh untangling method is difficult to prescribe. Hence, we describe the variables which influence the complexity of this method so that comparisons can be made with that of the FR algorithm. As described above, one optimization problem is solved per interior vertex in the mesh in order to untangle each patch of the mesh; one pass over the mesh corresponds to one iteration. In order to solve a single optimization problem, the nonlinear conjugate gradient method [24] first obtains the function value and gradient at the starting point. It initializes the search direction to the steepest descent direction. Successive steps and search directions are computed until the norm of the objective function's gradient becomes small enough. In particular, a linesearch is performed to determine an appropriate steplength for the next step. The complexity of the linesearch comes from performing several function evaluations; the exact number depends on the initial mesh, the objective function, and the type of linesearch. The steplength is then used to compute a new placement for the interior vertex. After this step, the gradient is updated and is used to update the search direction as a weighted combination (which depends on the updated gradient) of the previous search direction and the steepest descent direction. The weight is computed via simple calculations involving vector subtraction, a vector norm, and a dot product of two vectors. The norm of the updated gradient is then computed to decide upon termination. The length of the vectors involved in these calculations is either two (in 2D) or three (in 3D). Furthermore, evaluating the local objective function on a local patch is fairly fast. Thus, each optimization problem is typically solved rather quickly. Hence, the time complexity of the algorithm comes from the need to perform several passes over the mesh, each time solving numerous small optimization problems until convergence with the global objective function is obtained.
We observe that at each iteration both Mesquite and the grid variant version of FR perform operations over a set of vertices. esquite operates only on the interior vertices, V i , whereas FR operates on both the interior and boundary vertices, V. However, for most meshes V i ≈ V. In addition, the operations performed by FR on each vertex (i.e., finding the Euclidean distance and computing the forces) are simpler than the optimization steps required by Mesquite.
Numerical Experiments
We test our mesh untangling method on six tangled, unstructured finite element volume meshes and compare the results obtained from FR-based methods and Mesquite. Table 1 gives the qualities (as measured according to element volume) of the initial tangled meshes and the final meshes obtained from the graph embedding and Mesquite mesh untangling methods for the six test meshes. In the triangular and tetrahedral mesh cases, the volume is positive for a valid mesh element, zero for a degenerate mesh element, and negative for an inverted mesh element. In order to determine whether a particular mesh has homogeoneous or heterogeneous elements in terms of size, the minimum Table 2 : Parameter values and number of iterations for the graph embedding mesh untangling method and for Mesquite. Note the fourth column gives the dimensions of the enclosing area (for 2D graphs) or volume (for 3D graphs) over which the mesh had been embedded. An X denotes failure to untangle the mesh. A † denotes a mesh which was untangled over several layers. The iterations reported in the table represent the total of all iterations over all the layers. A * denotes a mesh where each element had to be untangled individually; the total number of iterations is equal to the number of elements which was seven in this case. and maximum quality values for a particular mesh can be compared. A small difference between these two values indicates a mesh with elements that are more homogeneous, whereas a large difference indicates a mesh with elements that are more heterogeneous. For PDE applications with isotropic physics, homogeneous elements (in terms of size and shape) are preferred. However, this is not the case for PDE applications with anisotropic physics. In the quadrilateral mesh case, the element was assigned the average of the four relevant triangle volumes. Thus, a positive or a negative minimum element volume does not indicate whether or not a quadrilateral mesh is untangled. The four Jacobians of each element must be individually investigated as described in Section 2. The homogeneity/heterogeneity of quadrilateral elements can be determined in a manner similar to that described above. Table 2 shows the parameter values and number of iterations for the Mesquite and graph embedding mesh untangling methods, respectively. Our first and second test cases are two small triangular meshes (tri1 and tri2) taken from the Mesquite test set [22] . The tangled meshes and the meshes as untangled via graph embedding and Mesquite are shown in Figure 2 . Note that after the original application of FR, the tri1 mesh is untangled but does not conform to the boundary. In this case, we only had to move the boundary elements to their required positions, as obtained from the tangled version.
Mesh Mesquite (β) Mesquite Iters FR (area(2D) or volume (3D)) FR iters
In the case of the tri2 mesh, the tangling was such that even the boundary itself was tangled. Thus Mesquite was not able to untangle this mesh, as it considers the boundary to be fixed. However our FR algorithm could successfully untangle tri2, but only by moving the domain boundary.
The third example is a structured, quadrilateral mesh named "horseshoe", which was taken from [9] . The untangling process for this mesh was described in Section 3 and is shown in Figure 1 .
The fourth example is an unstructured, quadrilateral mesh named "rt5" and is shown in Figure 3 . This mesh was taken from [9] and was tangled in a Rayleigh-Taylor simulation. This mesh was in fact the most difficult one for the FR method to untangle. Each of the tangled elements (quadrilaterals) were aligned differently and therefore had to be untangled individually.
The fifth example is a coarse, unstructured, tetrahedral mesh named "coarse" and is shown in Figure 4 . This mesh was created by applying random perturbations to a mesh created using CUBIT [25] . The sixth example is a fine, unstructured, tetrahedral mesh named "fine". This mesh is not shown, as it was generated in the same way as the "coarse" mesh described above and hence is rather similar in nature. As shown in Table 2 , the FR algorithm untangled these meshes with many fewer iterations than did Mesquite and produced elements of comparable quality.
In order to conform with the boundaries of the fifth and sixth examples, we moved the boundary elements to their respective positions. This process resulted in two discrepancies in boundary vertex position which were required to keep the mesh untangled. In particular, for the coarse mesh, the x-coordinate of boundary vertex 215 was set to .3716 instead of to its original value of 0.0866, and the y-coordinate of boundary vertex 221 was set to 3.668 instead of to its original value of 3.4962. Similarly, for the fine mesh, the x-coordinate of boundary vertex 342 was set to -2.8088 instead of to its original value of -2.9458, and the y-coordinate of boundary vertex 801 was set to -3.7441 instead of its original value of -3.8361. We anticipate that by further moving the interior vertices, we can overcome these deficiencies in boundary vertex positioning. One of our goals is to formulate translations for boundary vertex positioning in 3D meshes analogous to those for 2D meshes as demonstrated in the horseshoe mesh case.
Conclusions and Future Work
In conclusion, we have presented a physics-based approach for untangling finite element meshes based upon the Fruchterman-Reingold (FR) graph embedding algorithm [21] . The objectives of the FR algorithm, i.e., minimizing the number of edge crossings and generating edges of equal length, map naturally to those of mesh untangling. Our method works by first applying attractive and repulsive forces between vertex pairs until the desired layout is obtained, i.e., the mesh is untangled, and then by repositioning the boundary vertices to their original positions. This second step is done in order to preserve the boundary vertex coordinates and the shape of the geometric domain. We have successfully applied our method to untangle various triangle, quadrilateral, and tetrahedral finite element meshes. In comparison with the mesh untangling method [1] implemented in [22] , our method is substantially faster without sacrificing much in terms of mesh quality for the majority of the test cases considered in this paper. One drawback of FR is its natural inclination to convert the mesh boundary into a regular polygonal shape. Therefore, the current version of the method can be applied successfully to meshes which conform to this regularity. The method encounters several challenges when applied to elements with heterogeneous angles and/or heterogeneous alignment of elements. For future research, we will investigate how force-directed methods can be modified to preserve the domain shape and the mesh element shape and alignment while generating untangled elements of good quality. We will also implement algorithms that automate the recognition of regions of regularly-shaped polygons. Finally, we will extend our mesh untangling method to handle hexahedral and hybrid meshes which occur more frequently in engineering practice and are often more difficult to untangle.
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