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Abstract:
Presently Agile methods courses taught in universities focus primarily on providing hands-on experience of the
process of development but ignore the evolution of, and theories behind, the Agile practices. “Without theory we are
just groping in chaos” (Deming, 1986). Knowing the ‘why” in addition to the “how” of Agile methods will help develop
reflective skills and give students an edge as they transition to the rapidly evolving real world of IS. In this article a set
of relevant theories that can be included as a module in an Agile method course is outlined. An exposure to theories
underlying Agile methods help students appreciate the relevance of the principles and practices of the Agile approach
and develop authentic problem solving skills.
Keywords: Agile Methods, Theory and Paradigms, Course Module

I. INTRODUCTION
Both theoretical and experiential knowledge are necessary preconditions for successful performance of
one’s job. Theory and practice support each other in a way that includes an understanding of the rationale
according to which tasks should be carried out and an understanding of the boundary conditions of the
given job. Thus, knowledge that is useful at work includes the dimensions of both practical knowledge
and theoretical understanding. Recent accounts on the development of expertise have emphasized that a
combination of these dimensions is of fundamental importance (e.g. Leinhardt et al., 1995).
This is because work-based learning is not a unified phenomenon but varies in different contexts and
between actors. Unless the students develop reflective skills they will not be able to apply the knowledge
and skills developed in the classroom to the real world. Only providing hands-on experiential knowledge
of the process of development is not enough to develop the self-regulative knowledge including
metacognitive and reflective skills. Formal or theoretical knowledge is also essential.
But this is easier said than done. In the absence of academic work in the area the domain of Agile
methods has remained largely atheoretical. There are no theories or models to provide guidance only a
set of principles and practices. As a result Agile method courses focus only on the narrow process/
practice perspective and fail to prepare students with the depth needed to solve real world problems.
To fill the gap, this article traces the evolution of Agile methods and identifies the relevant theories that
should be taught as a module in an Agile methods course. In the authors’ own experience, this provides
student with a structural framework that allows them to make sense of their hands-on experience.
Theories develop reflective thinking and serves as a benchmark against which the learnings from an agile
development method course can be measured against to determine what they are doing right and where
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they are going wrong. Students are then better equipped to apply learning at the work-place under
various circumstances in the real world.

II. APPROACH
Agile methods represent a major departure from traditional, plan-based approaches to software
engineering (Dyba and Dingsoyr, 2009). The issue of how software development should be organized in
order to deliver faster, better, and cheaper solutions has been discussed in software engineering circles
for decades. Many remedies for improvement have been suggested, from the standardization and
measurement of the software process to a multitude of concrete tools, techniques, and practices.
Recently, many of the suggestions for improvement have come from experienced practitioners, who have
labeled their methods agile software development. This movement has had a huge impact on how
software is developed worldwide (Dyba and Dingsoyr,, 2009). The increasing popularity of agile methods
makes it imperative that agile software development should be taught at university level (Hazzan and
Dubinsky, 2007).
Although not explicitly identified or stated, Agile methods are an amalgamation of many theories and
concepts. The module introducing theories underlying the agile methods could begin with comparison of
how the evolution of Systems Development Methods (SDMs) mirror those of other manufacturing
paradigms. This will provide a context and a fresh perspective to students that will affirm their knowledge
of SDMs and Agile methods by comparison. Students will learn to appreciate how a popular theory or
system is wholly upended (Kuhn 1962) giving rise to new theories and paradigms. Additionally they will
learn to appreciate how concepts emerge and will help them to actively (re)construct concepts on their
own.
Building on this foundation the instructor can then explore the theories underlying the Agile manifesto
and its 12 principles. The relevant concepts and theories that in the author’s experience are useful to the
students are the Job design theory, the marketing concept, socio-technical system perspective, process
control theory, the theory of emergence and approach-avoidance theory. The descriptions of the evolution
of SDMs and the theories underling Agile methods provided in this article are illustrative and not
exhaustive and are meant to provide the reader with an idea of what the suggested theory module of an
Agile methods course should contain.

III. EVOLUTION OF AGILE METHODS
Craftsmanship and Code-and-fix
In the 1950s, people working with computers had much in common with artists, artisans and craftsmen
before the industrial revolution (Hannemyr,1999). There was room for creativity and independence.
Management methods of control were not yet developed. There was no clear division of labor. Skilled
programmers, like all good craftsmen, had intimate knowledge and understanding of the systems they
worked with. Programmers were able to get by with this type of development for two reasons. First, no
better way had been developed, and second, software was not that complex. This did not last. As
software grew more complicated and organizations relied on computers for more of their operations,
including finances and even human lives, this laissez faire approach to programming gave way to more
disciplined methods. By the mid-sixties, management wanted to bring computer work in line with other
industrial activities, which essentially meant that they wanted programming to be part of a managed and
controlled process.

Taylorism and Waterfall
To accomplish this, software developers turned to a more than fifty year old paradigm, called "Scientific
Management" (Taylor, 1911). Scientific Management was invented by the engineer Frederick Winslow
Taylor, and aimed at taking away from workers the control of the actual mode of execution of every work
activity, from the simplest to the most complicated. Taylor's argument was that only by doing this could
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management have the desired control over productivity and quality.
The methods advocated by Taylor were to increase standardization and specialization of work. In the
computer field, this implied, among other things, the introduction of programming standards, code
reviews, structured walkthroughs and miscellaneous programming productivity metrics. The taylorist
methods such as the waterfall model and its variants promote strong conformance to a plan through
upfront requirements gathering and upfront systems design. They also encourage strict Tayloristic
division of labor and the use of role based teams of business analysts, system architects, programmers
and testers (Maurer and Melink, 2005).
Although this model of development was a substantial improvement over the former model of “codeandfix” methods, the software developed was both late and did not fundamentally address the customer’s
real needs. Under conditions of rapidly evolving customer needs the approach of full requirements
definition, followed by a long gap before those requirements are delivered is no longer appropriate. With
problem complexity, changing scope and requirements, and technologies evolving during the project,
developers, over time, came to understand that the “dreaded system integration phase” would not go as
well as planned.

Agile and Lean Production
Agile software development began, in the early 1990s, as countermovement to the Taylorist software
development processes like the Waterfall Model or the V-Model. Taylorist approaches are based on the
principle that the first step in a product/ system solution is to comprehensively capture the set of user
requirements to address the business problem. This is followed by architectural and detailed design.
Coding or construction is commenced only after confirmation of requirement specification by the
customer and completion and approval of architecture/ design. The customer is typically involved at the
stage of requirements gathering and the final stage of product acceptance. As a result the validation of
the product happens only at requirement gathering stage and at the end of the long development cycle.
On the other hand agile projects work on minimum critical specification (Nerur and Balijepally, 2007).
Agile projects start with the smallest set of requirements to initiate the project. They work on the principle
of developing working products in multiple iterations. Users review actual working product at
demonstrations instead of paper reviews or review of prototypes in plan-driven methods. These working
products become the basis for further discussions and the team works towards delivering the business
solution using the latest input from customers, users, and other stakeholders. As the solution emerges
through working products, the application design, architecture, and business priorities are continuously
evaluated and refactored. The Agile methods such as Extreme programming, Scrum, Crystal
methodologies, Dynamic Software development method (DSDM), Feature Driven Development (FDD)
and Lean Software Development Method (LSDM) are based on the Agile principles (Table 1). Many of the
Agile software development principles introduce in 2000s have their origins in the Lean and Agile
manufacturing paradigms introduced in the 1980s and 1990s respectively.
The origins of lean thinking can be found on the shop-floors of Japanese manufacturers and, in particular,
innovations at Toyota Motor Corporation (Shingo, 1981, 1988; Monden, 1983; Ohno, 1988). These
innovations, resulting from a scarcity of resources and intense domestic competition in the Japanese
market for automobiles, included the just-in-time (JIT) production system, the kanban method of pull
production, respect for employees and high levels of employee problem-solving/automated mistake
proofing. This lean operations management design approach focused on the elimination of waste and
excess from the tactical product flows at Toyota (the Toyota “seven wastes”) and represented an
alternative model to that of capital-intense mass production (with its large batch sizes, dedicated assets
and “hidden wastes”).
Agile manufacturing is seen as the next step or extension in the evolution of production methodology
following Lean manufacturing. The term agile manufacturing can be traced back to the publication of the
report 21st Century Manufacturing Enterprise Strategy (Iacocca Institute, 1991). The origins of the “agility
movement” stems from US government concerns that domestic defence manufacturing capability would
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be diminished following the end of cold war in 1989. While the proposed definition of leanness is “the
maximisation of simplicity, quality and economy” agile manufacturing added flexibility and
responsiveness to the definition. It seeks to achieve competitiveness through rapid response and mass
customization. Whereas lean methods offer consumers good quality products at low price by removing
inventory and waste from manufacturing agile manufacturing is a strategy for entering niche markets
rapidly and being able to cater for specific needs of ever more demanding customers on an individual
basis.

IV. THEORIES
Process Control Theory
Industrial process control theory specifies two types of process control systems: defined processes and
empirical processes (Schwaber, 1995). Defined processes are those which, given a certain set of inputs,
and applying a certain set of controls, always attain a specified outcome and are repeatable. They are
referred to as whitebox systems, as the processes are well defined and understood.
Empirical processes, on the other hand, are referred to as black-box systems. These processes are
generally complex in nature, not well understood and have no defined set of controls that can be applied
to repeatedly generate the desired outcome. Such processes have unpredictable outcomes, and can only
achieve desired outcomes empirically. In other words, one applies a certain degree of control, measures
the output, adjusts the controls and repeatedly do this until the desired outcome is finally reached - like a
missile homing in on a target.
Software is considered to be such a complex system, as there is no way in which one set of controls can
be put in place in order to provide a predictable or repeatable desired outcome. Some of the reasons for
this lack of predictability are in large part due to the high degree of uncertainty surrounding the
technology, and business requirements. Even with highly detailed upfront user interface designs,
specifications and plans, the software produced often turns out different from its original intent. This can
be attributed to the fact that once end users see the software and use it, they realizes there are often
different and improved ways of doing things.
Therefore applying defined process methodologies to intrinsically unpredictable and unrepeatable
systems does not always work. Waterfall methodologies, which most software teams are currently using,
are a form of defined process, as all the unknowns are expected to be solved up-front. Waterfall
methodologies assume that software development is a defined process, i.e. a well understood process.
However this is often not true. Consequently, in Agile approaches, any detailed up-front effort to fully
understand the problem domain is considered wasteful. If one borrows from Lean thinking, excessive
upfront planning can be thought of as inventory on the shop floor, which is a liability rather than an asset.
Uncertainty is not something that you can just plan away with up-front research and design. Processes
have to be more fluid to deal with them.

Emergence
When faced with changing requirements and technologies, agile methodologists do not believe that a
software application can be fully specified up-front. Instead, the true requirements lead towards the
development of a system a customer actually wants (as opposed to what they initially thought they
wanted) should be allowed to emerge over time. This is the rationale behind agile methodologies
welcoming changing requirements, even late in the development cycle. The short iterations and customer
inspection of working software from each iteration provide the mechanism to allow requirements to
emerge. The goal of this flexibility is to deliver what the customer really wants even in the face of constant
change and turbulence.
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Figure 2. A comparison of Agile and Taylorist methods
Taylorist software development methods deploy specialized role based teams, with individual team
members requiring less skill variety to accomplish jobs. Detailed planning is done of entire software
development lifecycle activities including requirements gathering, design, construction, testing and project
coordination and management activities and specialized people handle each of these tasks. The
allocation of work specifies “not only what is to be done but how it is to be done and the time allowed for
doing it” (Chau, Maurer, and Melnik, 2003). This reduces the autonomy of employees and shifts the
focus from individuals and their creative abilities to the processes themselves.
On the other hand agile methods emphasize and value individuals and interactions over processes. Agile
methods are people-centric, recognizing the value competent people and their relationships bring to
software development (Nerur, Mahapatra, and Mangalaraj, 2005). People issues are at the heart of the
agile movement (Boehm and Turner, 2005). The agile team works by placing people physically closer,
replacing documents with talking in person and at whiteboards, improving the team’s amicability and its
sense of community (Cockburn and Highsmith, 2001). Tasks are not specialized to the degree of plandriven methods. All team members are involved in coding, designing and testing thus increasing the skill
variety needed to complete a task.
Agile methods move away from a deterministic/ mechanistic view of problem solving to a dynamic
process characterized by iterative cycles and the active involvement of all stakeholders. Unlike the
Taylorist methods, where the cycle time between requirements gathering and product release is typically
very long, the gaps between customer requirements and implementation into the product in agile projects
are narrowed in rapid cycles. The focus on developing working products rather than paper artifacts and
components enhances task identity and task significance. Big upfront design plans and extensive
documentation are of little value to practitioners of agile methods (Nerur and Balijepally, 2007). Important
features of this approach include evolutionary delivery through short iterative cycles – of planning, action,
reflection – intense collaboration, self-organizing teams, and a high degree of developer discretion,
providing the team members autonomy as well as quick feedback on the work accomplished. The agile
paradigm empowers individuals through a focus on developing working products, ownership and shorter
feedback cycles (Boehm and Turner, 2005), satisfying the three psychological states of the job
characteristics model, the need for meaningful work, the need to be responsible for work outcomes, and
the need for performance feedback. This increases the motivating potential of work, as measured by the
Motivating Potential Score (MPS), calculated by using the formula (Hackman and Oldham, 1976):
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Iteration by iteration, everyone involved can see whether or not they will get what they want. As a result
project progress is visible and the ability to decide what is to be done next is more complete, thus
reducing uncertainty and giving stakeholders more confidence in the state of completion of the project. As
the project moves progressively towards completion, the motivation of team members, and users who
form part of an extended team in Agile projects, keeps increasing. The team members and users rapidly
hit their stride with increasing motivation, impelling them to continue to invest their efforts and
accelerating them towards successful project completion.

Marketing Concept
Agile development approach brings the marketing concept into software engineering by emphasizing the
primacy of addressing evolving customer requirements. Keith's (1990) article, on the marketing concept is
one of the earliest and most popular. It is a descriptive article illustrating the adoption of the marketing
concept in an applied setting. The intuitive appeal of the concept and its successful application in practice
played an important role in its acceptance. In the article, Keith describes the Pillsbury Company's
evolution through three managerial phases, finally reaching what he calls a marketing control phase. His
description suggests that movement from the production through the sales and later through the
marketing phase has been an evolutionary process which left the organization a stronger entity. The
implication for the business is that this evolutionary process is the correct one for all organizations.
Customer focus is a core element of the marketing concept (Rosen, Schroeder and Purinton,1998).
Theodore Levittt’s (1983) seminal statement of the marketing concept argued that customer needs must
be the central focus of the firm’s definition of its business purpose.
Although the plan-driven approaches such as the waterfall model do emphasize that user requirements
should be gathered before the design and development stage, it is not well suited to accommodate
requirement changes during its development cycle which may sometimes take a few years. This
approach is appropriate when requirements are stable. However in today’s faced paced business context,
the needs of customers evolve continuously in response to changes in environment in which they
operate. Software developers with customer focus aim to provide competitive advantage to their
customers (one of the Agile principles) by acquiring the ability to address these customer demands
rapidly by developing working products in quick iterations and with minimal waste. Therefore the agile
methods have more comprehensively embraced the market concept which is as relevant in today’s
business as it was in the 1990s.

Socio-Technical Systems Perspective
From a socio-technical systems perspective, research on self-organizing teams dates back to the
Tavistock group's study of English coal miners as autonomous groups in the 1950s (Trist, 1981).
Autonomous groups were described as learning systems that expand their decision space in response to
every day learning. The success of these autonomous groups was largely attributed to the supporting
organizational environment, an informal structure with a decentralized, participative, and democratic
system of control, called concertive control (Lewin, 1948). Concertive control was argued to be an
alternative to the bureaucratic control marked by an hierarchical system with rational-legal rules rewarding
compliance (Baker, 1993). Self-managing teams were proposed as an exemplar of concertive control and
were suggested to increase the organization's ability to respond to changing business conditions (Lewin,
1948).
Self-managing teams were described as teams made up of 10 to 15 people taking on the responsibilities
of their former supervisors; whose every day activities were guided by the senior management's
corporate vision; who were cross-trained individuals setting their own work schedules; who displayed
increased commitment to the company; and who co-ordinated with other areas of the company (Lewin,
1948). Selfmanaging teams in a concertive organization were said to be motivated by peer-pressure as
opposed to legal rules in a bureaucratic organization. The distinct synergy between the description of
these self- managing teams and the theoretical concept of a self-organizing team proposed in Agile
software development is inescapable (Highsmith, 2004).
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Agile methodologies give the entire (extended) development team the autonomy to self organize
in order to determine the best way to get the job done. Team members are not constrained by
predetermined roles or required to execute obsolete task plans. Managers of agile teams place a great
deal of trust and confidence in the entire team. In self organization, the emphasis is on face-to-face
conversations, rather than on communicating through formal (or informal) documents. Software
developers talk with software developers, business people talk with software developers, customers talk
directly with either business people or software developers. Agile methodologies also advocate the use of
post-mortem meetings in which team member reflect on how to become more effective. The team then
tunes and adjusts its behavior accordingly.
The theories and paradigms that form the basis of agile principles can be summarized in Table 1 below:
Table 1. Agile principles and Theories underlying Agile principles
Agile Principles

Theories and Paradigms

Our highest priority is to satisfy the customer
through
early
and
continuous
delivery
of valuable software.

Agile Manufacturing (Responsiveness), JCT (Task
Significance – valuable software), Marketing
concept (Customer satisfaction)

Welcome changing requirements, even late in
development. Agile processes harness change for
the customer's competitive advantage.

Agile manufacturing (Flexibility – welcome change),
Marketing concept (Respond to changing customer
requirements)

Deliver working software frequently, from a
couple of weeks to a couple of months, with a
preference to the shorter timescale.

Agile
manufacturing
(Speed),
JCT
(User
Feedback), Working Software (Completion Effect)

Business people and developers must work
together daily throughout the project.

Marketing concept (Understand customer needs)

Build projects around motivated individuals.
Give them the environment and support they need,
and trust them to get the job done.

JCT (Autonomy),
(Autonomy)

Socio-Technical

perspective

The most efficient and effective method of
conveying information to and within a development
team is face-to-face conversation.
Working software is the primary measure of
progress.

Lean Manufacturing (Make only what is pulled by
the customer, JCT (Task identity), Working
software (Completion Effect)

Agile processes promote sustainable development.
The sponsors, developers, and users should be
able to maintain a constant pace indefinitely.
Continuous attention to technical
and good design enhances agility.

excellence

Quality (Lean manufacturing)

Simplicity--the art of maximizing the amount
of work not done--is essential.

Simplicity (Lean Manufacturing)

The best architectures, requirements, and designs
emerge from self-organizing teams.

JCT (Autonomy), Socio-Technical
(Self-Organizing teams)

At regular intervals, the team reflects on how
to become more effective, then tunes and adjusts
its behavior accordingly.

JCT (Job feedback)
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V. CONTRIBUTION AND CONCLUSION
It is a well-known fact that the process of software development is a complicated task, composed of many
aspects, such as cognitive, social, and technical ones (Hamlet and Maybee, 2001; Tomayko and Hazzan,
2004). Accordingly, the academia has a significant and non-trivial role in the education of future software
developers toward this multifaceted challenge. This work makes a call for augmenting the theoretical
knowledge of SDMs. In the author’s experience with teaching agile software development methods, it
makes a big difference in the depth of understanding that students acquire when the theoretical aspects
of agile are emphasized than when they are not. With theoretical insight students begin to understand
why agile practices work and under what context. Accordingly an outline of the theoretical component is
suggested which should become an integral part of any agile system development course.
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