INTRODUCTION FUNCTIONAL DESIGN OF CONTOUR
A contour plot is a way to display a three-dimensional surface using only two dimensions. On a plan view of a two-dimensional area, lines are drawn for which the surface has an equal value for the third dimension. The most common application is for elevation maps, where lines of equal elevation are shown. In CONTOUR, the two-dimensional area shown in plan view is defined by a grid as might be used in a finite-difference model (McDonald and Harbaugh) . The grid consists of a rectangular area made of rows and columns of rectangular blocks called cells. Each cell is located by a row and column. Row one, column one is located in the upper, left corner. User specified distances between cell walls in the X direction, one-dimensional array DELX, and distances between cell walls in the Y direction, one-dimensional array DELY, define the locations of the cell walls. The center point of each cell is called a node, and values in the third dimension, Z, are defined at each node (figure 1). Nodes are designated by their column and row grid location. The location of each node in a two-dimensional coordinate system can be calculated using the known dimensions of grid cells and the assumption that nodes are in the center of cells. The Z values are known only at the nodes, but a continuous surface is assumed to pass through all the Z values. The Z values are stored in a twodimensional array that is indexed by column and row to match the grid index. The Z values are read one row at a time starting with the first row. Although the user defines the grid and associated Z values using standard matrix column and row notation, contouring is done in a Cartesian coordinate system where X and Y are the coordinates in the grid plane, and coordinate (0,0) is the lower, left corner. All user input dealing with rows and columns assumes that column 1, row 1 is at the upper left corner, but the data are then transformed into Cartesian coordinates immediately upon input. For example, DELY for the first row becomes DELY for the last row, and Z values for the first row become Z values for the last row. Other grid orientations could be handled by using a different transformation of the input data.
An additional grid component called a branch (figure 1) is an important part of the contouring method used by CONTOUR. Branches connect each pair of adjacent nodes in the horizontal and vertical directions. It is assumed that Z values vary linearly along branches. Thus the Z value at any point along a branch can be easily calculated. Although cell dimensions are used to define node locations, cells and cell walls are not directly involved in the contouring method.
Contours are constructed much like one would do by hand. For a given contour value, the branches are scanned to find one that contains the contour value. By linear interpolation, the (X,Y) coordinates of the point on the branch where Z is equal to the contour value are calculated. Once a starting point is found, the closest adjacent branches are scanned to see which way to continue the contour. There are always six adjacent branches to which a contour could connect (figure 2). If the current branch is a horizontal branch, there are three branches above (one to each side and one directly across) and three branches below. If the current branch is a vertical branch, there are three branches to the left and three branches to the right. After the second contour point has been found, the choices for the next point are reduced using knowledge of the contour direction. That is, it is assumed that a contour cannot cross the same rectangle of four connected branches twice in succession. For example, if the contour line has reached a horizontal branch, the contour direction will be either up (that is, coming from below the branch) or down. If the direction is up, there are only three possible branches to connect to (figure 3). Going to any of the three downward branches would cause a rectangle of four connected branches to be crossed twice in succession. A contour line is drawn by successively connecting points on branches with straight line segments. Thus, if the grid is coarse, the contours will not be smooth. This is actually considered an asset in the situation where the user is developing a model, which was the original application for CONTOUR. Rough-looking contours are an indication that the grid spacing is too coarse to represent the system being modeled.
In cases where the four connected branches that form a rectangle all contain the contour value, it is not apparent how to construct the contour. That is, there are multiple ways that a contour could go. For exarfiple, if the four branches labeled X, 1, 2, and 3 in figure 3 all contain the contour valiue, then the contour could conceivably go from branch X to branches 1,2, and 3. This is where the surface modeling capabilities of a more sophisticated program would provide considerable improvement. Rather than perform complex calculations to make optimum contour decisions, very simple choices are made. Of the three possible branches, the two side branches (branches 1 and 2 in figure 3 ) are scanned first so that the contour line segment currently being drawn will not cross another contour segment that would eventually be drawn connecting the other two branches. Having contours cross would be an invalid physical interpretation in this situation. Instead, the contour line is drawn diagonally across such areas making the physical interpretation more realistic. No further effort is made to choose the best diagonal direction. That is, such a contour line could be drawn in either of two diagonal directions, but this choice is made arbitrarily. When data from a finite-difference model are being contoured, the unusual contours that sometimes result when there are multiple choices for the contour path are an indication that the grid is too coarse.
When a contour line ends, either by intersecting the edge of the grid or coming to an area where the user has specified that contours should not pass, the scanning of the branches continues in order to find starting points for other contour lines having the same contour value. The contouring process is completed for a contour value only when all branches have been scanned for the value and contour lines have been drawn to all branches that contain the value. Array IBRMAP is used to keep track of the branches through which a line has passed for a given contour value. Before starting a contour line on a branch or continuing a started contour line to a branch, IBRMAP is checked to prevent a contour line for a given value from passing through a branch more than once. As a contour line is extended to a branch, the IBRMAP value for that branch is set.
There is one element in IBRMAP for each node, and each element in IBRMAP contains information for two branches. IBRMAP(IJ), where I and J are the column and row respectively for a node in the grid, contains information for the branch to the right and the branch above node (I,J). If the branch to the right has been traversed by a contour, the first bit of IBRMAP is set. If the branch above has been traversed, the second bit is set. If only bit 1 is set, IBRMAP has a value of 1; if only bit 2 is set, IBRMAP has a value of 2; and if both bits are set, the value of IBRMAP is 3. IBRMAP also provides the mechanism that allows a user to specify areas through which contours should not pass. When this option is used, elements in IBRMAP corresponding to the branches that are to be avoided are set to appropriate values prior to drawing the lines for each contour value.
This contouring method works well as long as the points on a contour do not fall exactly on a node. If that happened, the method for scanning branches would have to be modified. Rather than adding additional scanning logic, CONTOUR prevents contours from falling exactly on a node. Before drawing the contours for a particular contour value, the Z values at all nodes are scanned. At each node where the Z value is equal to the contour value, the Z value is changed by adding a small amount to its value. The change does not significantly alterthe location of the contour except that in some cases, it may cause a contour to completely disappear. For example, consider a grid where the outer rows and columns of nodes all have a Z value that is exactly 0, and all the interior nodes have positive values. If a 0 contour is requested, CONTOUR will change all the 0 values to a very small, but positive, number. Thus, there will be no branches on which a value of 0 will be interpolated, and no contour will be drawn. In this example, the user could specify a contour value that is slightly greater than 0 in order to cause a contour line to be drawn.
The program assumes that DELX and DELY values are specified in feet and converts these to real world inches; therefore, the plot generally requires scaling so that it will fit within the page size of the graphics device. (Other DELX and DELY units can be used by modifying the program variable GRDUNT.) The user can choose to use manual or automatic scaling. When using manual scaling, the user is prompted to enter a scaling factor to convert from real world inches to plotter inches. If, after manual scale selection, the plot is still too big for the display area of the graphics device, the plot will be automatically reduced (by Subroutine PLTBEG). If automatic scaling is selected, the program chooses a scale that will cause the plot to fill as much of the page of the graphics device as possible. The program does this scaling in a two step process. First, a scale is selected that will allow the plot to fit on an 8 by 8 inch page. The grid can occupy an 8 by 7 inch area, and an 8 by 1 inch area at the top of the plot is used for annotation. Subroutine PLTBEG then reduces or enlarges the 8 by 8 inch area to fill as much of the actual page size as possible. The prescaling to the 8 by 8 page size is done to avoid having to specify annotation text size and coordinate locations using real world coordinates. Because of the prescaling, plot annotation can be specified in scaled inches for both automatic and manual scaling.
PROGRAM DESIGN
To enhance portability and ease of modification^ CONTOUR has a modular structure.
There is a main program that only sets up array storage and calls the user-interaction routine, CON. Except in rare situations, the only array dimensions that a user might need to change are in the MAIN program. Subroutine CON prompts for options and controls the flow of the program. Many aspects of the user interface can be changed by modifying CON. Although CON controls the flow of the program, most of the work is done in small subroutines, each with a limited, independent purpose. This makes it easy to modify a program function by providing a replacement subroutine. The subroutines can be classified by three groups --graphic primitives, contouring, and support.
The graphics primitive subroutines perform the basic graphics output. These routines start plotting (PLTBEG), end plotting (PLTEND), change color (PLTCOL), plot a string of characters (PLTSTR), and plot a line consisting of multiple connected points (PLTLIN). These are the only routines that directly call GKS subroutines; thus, to use npn-GKS subroutines or to modify how GKS is used, these are the only subroutines that must be modified.
The support subroutines are supplemental to the actual process of contouring. Included are routines to prompt for a "yes" or "no" answer, input an array of data, draw the grid, plot data values at each cell, set up contour blanking, and label the plot. It is expected that many users might want to modify or replace the support subroutines to fit their needs. For example, the input routine might be changed to read data a different way.
The contouring subroutines are highly interdependent, and their only function is to draw the contours, including contour labels. These routines are the most complex and the least likely to require change; however, the contouring code was divided into fairly small subroutines that are easy to comprehend should change be necessary. The contouring process is initiated by calling a single subroutine, DRWCON. The contouring subroutines could be removed from CONTOUR and inserted into other programs. Having one integrated application that does contouring in combination with some other function, such as array generation, is likely to be more convenient to use than having a separate program for each function.
The program code contains many comments to aid users who want to understand the details of how the program works.
USER INSTRUCTIONS
The following is an interactive session using CONTOUR combined wittTexplanations of each prompt. Figure 4 contains the DELX, DELY, and Z arrays that are used, and figure 5 shows the output from this interactive session. 
ENTER THE NUMBER OF ROWS, NUMBER OF COLUMNS: 18,18
Grid dimensions must be entered here. The two values can be separated by either a blank or a comma.
ENTER NAME OF FILE CONTAINING DELX VALUES (CR DEFAULTS TO 1 INCH SPACING) DELX.DATA
Distance between cell walls in the X direction (DELX) can be read from a file, or the spacing can (default to one inch. The default is useful when the grid has equal spacing and when there is no need to have the contours drawn to a specific map scale. DELX values must be input from a file if grid spacing is unequal or if the plot will be overlaid on a scaled map. If DELX is defaulted, then DELY is also defaulted. To avoid the need to change the program when different data formats are needed, the user is prompted to enter the data format. The format is specified using standard FORTRAN rules. The unformatted option is not likely to be useful when reading grid spacing; this option was incorporated into the input routine for use when reading Z values.
ENTER LINE NUMBER OF START OF DATA, MULTIPLIER:
The starting line number allows data to be read from the middle of a file. This makes it possible to read an output file generated by another program, which might contain some data preceding the data required by CONTOUR. The multiplier scales the data that are input. Use a multiplier of 1.0 to avoid changing the data. The user can contour a subarea of the grid if desired. If the prompt is answered with "Y", the user is prompted to enter row and column ranges.
DO YOU WANT THE PLOT AUTOMATICALLY SCALED(Y/N)? N
If a " Y" response is given, the plot will be automatically scaled to fill as much of the page of the graphics device as possible. Automatic scaling is more convenient than manual scaling and is generally the option to use with video display devices. Manual scaling allows the userto produce a plot to a specified scale. This makes it possible to produce a contour plot that can be overlaid on a scaled map. Manual scaling can also be used to maintain a constant scale when contour plots are being produced on many different graphics devices that have different page sizes. If automatic scaling is used, the following prompts for scaling information will not be issued.
THE GRID LENGTH (X) AND WIDTH (Y) ARE (INCHES):
150000. 126000.
ENTER MAP SCALE DIVISOR (E.G. IF SCALE IS 1:24000, ENTER 24000): 24000
Grid spacing is divided by the scale divisor, which provides a mechanism for the user to reduce the plot to a specific map scale. If the plot size is left larger than will fit within the size of a page on the graphics device being used; the plot will be automatically reduced to fit, and a message will be written into the GKS.ERR file. Note also that 1.0 inch is required at the top of the plot for labeling; the grid cannot extend into this area. As with the input of DELX and DELY, the format of the data is user specified. Unformatted head or drawdown data from the U.S. Geological Survey Modular Ground-Water Flow Model (McDonald and Harbaugh) is assumed if the format is left blank. These unformatted files can contain multiple two-dimensional arrays (data sets), each containing head or drawdown for one model layer at a specific simulation time. If the format is left blank, the user is prompted for the number of the desired data set. This option allows the user to specify areas of the grid through which contours will not pass -that is, a blanking option. This is useful, for example, for no-flow zones in a ground-water flow model. If a "Y" answer is given, the user is prompted for a Z data value that indicates that a node is to be blanked out. No contour lines will be drawn to any branch that connects to a node having the specified value.
YOUR MINIMUM AND MAXIMUM DATA VALUES ARE: 0.000000 9.20200
ENTER THE NUMBER OF VALUES TO CONTOUR : 5
Up to 25 values can be contoured. Zero values can also be contoured, which is not an absurd possibility. A user might want to draw only the grid without any contours. The range of data values is displayed as an aid to choosing how many contours to request. ENTER THE 5 CONTOUR VALUES 1, 2, 3, 4, 5 These are the values to be contoured. Although in this example the interval between contours is constant, any contour values can be specified.
DO YOU WANT THE GRID DRAWN(Y/N)? Y
This option causes the grid to be drawn. A block-centered grid is assumed.
DO YOU WANT EACH DATA VALUE PLOTTED(Y/N)? N
This option causes the data value at each node to be plotted. If a " Y" answer isgiven, the user is prompted forthe number of digits to include after the decimal point. If "-1" is entered for the number of digits, there will be no decimal point. Plotting the data values can take a long time on a slow pen plotter. The plotted numbers will overlap each other if nodes are close together; the program makes no attempt to check if there is adequate room.
ENTER PLOT TITLE: CONTOUR Test
Any title up to 80 characters may be entered, but only those characters that fit on the plot page will be plotted. In most situations, at least 30 characters can be plotted.
ENTER WORKSTATION TYPE: 1
When using GKS, the graphics device (workstation type) is specified by a number. Each number is linked to a specific graphics device by the GKS software. The possible device numbers and what devices they represent depend on the computer system and GKS software being used.
After the workstation type is entered, the plot is generated.
PLOTTING HAS ENDED **** STOP When the plot is done, the program generally pauses until a carriage return is entered before continuing to completion. This depends on the graphics device. The program will stop after the carriage return is entered. by Arlen W. Harbaugh Q ******************************************************************* C ALL SUBROUTINES. ************************************************************************** Q **********************************************^******************* Q **************************************************** C THIS SUBROUTINE DRAWS THE GRID BORDER AND PLOT ANNOTATION £ ************************************************************* CONTINUE RETURN END SUBROUTINE GRID(DELX,DELY,NX,NY,UPI,XMAX,YMAX,IXF,IXL,IYF,IYL) p ****************************************************************** Q ****************************************************************** C This subroutine draws curves by connecting points on branches. The C curve is constructed much as one might draw contours by hand. To C continue the contour from a current branch, the surrounding C branches in the same general direction are scanned for the same C contour value. If found, the contour is drawn to the new C branch. Contours are not allowed to double back within the same C block of 4 branches because this is physically impossible and C would result in discontinuities in the contours. Also, to avoid C the potential for 2 lines representing the same contour value C from crossing if it were to happen that all 4 branches of a C rectangle include the contour value, the 2 side branches in the C direction of the contour path are given drawing precedence over C the opposite branch. C C Once a contour has been drawn to a given branch, there are C only 3 surrounding branches that the contour might continue to. C These 3 branches depend on the current direction of the contour C and the orientation of the current branch i.e either C horizonatl or vertical. Based on which branch the curve has C come to and the direction that the curve is going, the order in C which surrounding branches are scanned to try to continue the C contour is shown below. Note that when moving from the first C branch of a contour, it is necessary to scan all 6 directions C for the next branch because the direction has not been Q *********************************************************** £ ********************************************** 
