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Cílem práce bylo vytvořit jednoduchý program, který má sloužit k vizualizaci alkoholických
nápojů. Použita byla globální zobrazovací metoda sledování paprsků (raytracing), která
slouží k vizualizaci 3D scény ve fotorealistické kvalitě. Do scény jsou vysílány paprsky,
které se odrážejí a lámou na prostředích, na něž dopadají, a tím nesou informaci o barvě
jednotlivých povrchů. Ve výsledku paprsek určí barvu pixelu. Jedná se o složitý proces, při
kterém je potřeba řešit průchody paprsků různými prostředími.
Abstract
The object of thesis was to make a simple program for visualisation of alcoholic beverages.
There was used a global illumination method raytracing, which serve the purpose to visu-
alize 3D scene in photorealistic quality. The rays sent to the scene reflects and refracts on
the interfaces and getting information about color of materials. Finally the ray determine
the color of pixel. It’s a very complicated process where it is necessary to solve passing rays
through different interfaces.
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V úvodní kapitole bude popsán princip zobrazení 3D scény a různé metody, které se pro
zobrazení scény užívají. Díky tomu získáme přehled, jak vlastně vizualizace scény funguje
a co je našim hlavním cílem. V druhé kapitole 2 bude podrobně vysvětlen postup, jakým je
v práci použita metoda sledování paprsků (raytracing), která slouží právě k vizualizaci naší
scény. Ve třetí části 3 je vysvětleno, jak je popsána 3D scéna, která se bude vyobrazovat a
ve čtvrté kapitole 4 je popsán postup implementace programu.
1.1 Zobrazení 3D scény
Zobrazení 3D scény je základním pilířem této práce. Cílem je zobrazit 3D scénu, ve které se
bude vyskytovat objekt v podobě sklenice naplněné alkoholem, případně další objekty (led,
lžička, brčko, . . . ). Scéna je popsaná počítačovými 3D modely a výsledkem její vizualizace
je 2D obrázek, který nám zobrazuje danou scénu. Postup, při kterém je 3D scéna převádí
do 2D reprezentace se nazývá promítání, nebo také projekce. Existují dva druhy promítání
popsané v sekci 3.4.4.
Cílem promítání tedy je, určit každému pixelu 2D plochy barvu, což nám dá ve výsledku
obrázek, který nám reprezentuje 3D scénu. Pro určení barvy daného pixelu je třeba vyhod-
notit osvětlovací modely jednotlivých objektů ve scéně a ty se promítnou do výsledného
obrázku. Pro zobrazení 3D scény se užívají různé metody, které využívají různé postupy
vyhodnocování barev jednotlivých objektů a jejichž výsledkem je zobrazení scény v různé
míře kvality a realističnosti. Jejich popis je dále v sekcích 1.2 a 1.3.
1.2 Lokální zobrazovací metody
Lokální zobrazovací metody jsou typické tím, že z pohledu osvětlení se objekty ve scéně nijak
neovlivňují. Každý objekt ve scéně má tak vyhodnocen osvětlovací model, jako kdyby se
vyskytoval se scéně osamocen. Lokální osvětlovací metody mají za cíl určit barvu povrchu
daného objektu, přičemž neberou v potaz interakci světla mezi objekty. Proto při užití
těchto osvětlovacích metody neuvidíme na povrchu objektu odrazy jiných objektů. Stejně
tak nevidíme sekundární osvětlení, kdy se objekty osvětlují mezi sebou navzájem. Tuto
problematiku řeší globální zobrazovací metody popsané v sekci 1.3.
Přestože by se lokální osvětlovací metody z tohoto pohledu mohly zdát neužitečné, jsou
dnes často používané. U aplikací, které potřebují zobrazovat v reálném čase (počítačové
hry, . . . ), jsou tyto metody běžně užívané. Používají se algoritmy, které pro zobrazení scény
3
užívají různé metody, pro určení barvy povrchu objektu jim slouží právě lokální osvětlovací
metody.
Lokální osvětlovací metody tedy slouží k určení barvy na povrchu objektu. Samy o sobě
tak nijak neřeší stíny či průhlednost objektů. Různé metody využívají tyto osvětlovací
metody při zobrazování scény. Například i metoda sledování paprsků, popsaná v sekci 1.3.3,
užívá pro vyhodnocení barvy na povrchu objektu lokální Phongův osvětlovací model (viz
1.2.1). Jelikož je ale lokální osvětlovací model vyhodnocován rekurzívně opakovaně, tak se
jedná o globální zobrazovací metodu, protože ve výsledku uvažuje interakce světla mezi
objekty.
1.2.1 Phongův osvětlovací model
Empirický Phongův osvětlovací model je lokálním osvětlovacím modelem, který nám určuje
barvu v daném bodě na povrchu tělesa. Přestože není fyzikálně korektní jako BRDF ze
sekce 1.2.2, dosahuje velice kvalitních výsledků, při nižší výpočetní náročnosti. Phongův
osvětlovací model počítá se třemi druhy odrazů světla: ambientním, difúzním a spekulárním.
Zjednodušeně lze Phongův osvětlovací model pro jeden světelný zdroj vyjádřit rovnicí:
C = kaia + kd(L ·N)id + ks(R · V )nis (1.1)
kde ka je ambientní složka barvy, ia vyjadřuje koeficient, jak moc se ambientní světlo podílí
na výsledné barvě. Obdobně kd a ks jsou difúzní a spekulární složka barvy, zatímco id a
is jsou koeficienty, kterými se příslušné druhy světla podílejí na výsledné barvě. Hodnota
n udává spekulární exponent, který určuje, jak ostrý je odraz světla pro daný objekt. Jak
vidíme na obrázku 1.1 vektor V směřuje ke kameře, vektor N je normálový vektor povrchu
v bodě, pro který chceme zjistit výslednou barvu, vektor R je odražený vektor V podle
normály (jak se počítá odražený vektor bude vysvětleno v sekci 2.2.2) a vektor L směřuje





Obrázek 1.1: Phongův osvětlovací model
Ambientní (okolní) světlo udává barvu objektu, která je na celém jeho povrchu stejná.
Ambientní složka barvy se tak vyskytuje na objektu všude, bez rozdílu zda na daný bod
světlo dopadá, nebo nedopadá. Dodává tak barvu objektu i v místě, které je odvráceno
od zdroje světla, kde by jinak bylo zcela černé. Simuluje tak nepřímý difúzní odraz, kdy
by se jinak světlo od světelného zdroje odráželo od ostatních objektů ve scéně a mírně
tak osvětlovalo i místa odkloněná od světelného zdroje. Jelikož je ambientní barva všude
stejná, nestačí nám k vytvoření trojrozměrně vypadajících objektů. Příklad jak vypadá
objekt pouze s ambientní složkou světla je na obrázku 1.2 vlevo nahoře.
Difúzní světlo udává intenzitu světla, které se odráží od povrchu do všech stran rov-
noměrně, jak je vidět na obrázku 1.3. Difúzní odraz tak nezáleží na pozici, ze které se na
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Obrázek 1.2: Jednotlivé části Phongova osvětlovacího modelu
objekt díváme. Množství odraženého difúzního světla dle rovnice 1.1 závisí na normálovém
vektoru N a na vektoru směřujícímu ke světelnému zdroji L. Čím více se směr dopadu světla
blíží normále povrchu, tím více je odraženého difúzního světla. Proto je ta část povrchu ob-
jektu, která je přikloněna ke světlu barevně výraznější, zatímco část objektu odvrácená od
zdroje světla je tmavší. Tím vzniká trojrozměrně vypadající objekt. Příklad objektu pouze
s difúzní složkou barvy je na obrázku 1.2 vpravo nahoře.
Obrázek 1.3: Obecný difúzní odraz
Spekulární světlo je takové, které se od povrchu odráží přesně podle zákona odrazu (viz
2.2.2). Určuje tak lesklost povrchu, když je vidět právě to světlo, které se od světelného
zdroje na povrchu odrazilo. Dle rovnice 1.1 se spekulární odraz ve Phongově osvětlovacím
modelu počítá podle vektorů V aR. V tom případě se ale musí vždy počítat odraz světelného
paprsku. Proto je výhodnější použít tzv. Blinn-Phongův osvětlovací model, který tento
odraz počítat nepotřebuje. Přidává navíc vektor H, který je, např. v knize [13] označován
jako půlvektor, přesně mezi vektory V a L, jak je vidět na obrázku 1.4. Spekulární odraz je
pak počítán dle vzorce:
Cs = ks(N ·H)nis (1.2)
Oproti vzorci 1.1 není třeba počítat odrážející se paprsek R, čímž dochází k jistému urych-
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lení. Vektor H se dá v normované podobě určit jako:
H =
L+ V





Obrázek 1.4: Blinn-Phongův osvětlovací model
Na obrázku 1.2 vlevo dole můžeme vidět, jak vypadá samostatné spekulární světlo.
Vpravo dole pak můžeme vidět obrázek při složení všech druhů světel.
Phongovo stínování Phongovo stínování je technika pro určení normály v daném bodě
na povrchu objektu. Pokud by se pro výpočet Phongova osvětlovacího modelu používala
pro celý trojúhelník jedna normála, jednalo by se o tzv. flat shading. Ze vzorce Phongova
osvětlovacího modelu 1.1 je patrné, že barva v daném bodě se mění podle aktuální normály.
Při flat shadingu, kdy se užívá jedna normála pro celý trojúhelník, tak vychází stejná barva
pro celý trojúhelník a výsledný objekt tak nevypadá jak by jsme očekávali (viz obrázek
1.5). Tento problém řeší Phongovo stínování, kdy se normála počítá pro každý bod na
trojúhelníku zvlášť, pomocí interpolace normál ve vrcholech trojúhelníku. Způsob jak se
daná normála vypočítá je popsán v sekci 2.1.3. Při použití Phongova stínování pak vypadá
objekt jako na obrázku 1.2 vpravo dole.
Obrázek 1.5: Flat shading
1.2.2 BRDF
Dvousměrová odrazová distribuční funkce BRDF (Bidirectional Reflectance Distribution
Function) [8, 13] je osvětlovací model, který pro každý bod na povrchu objektu určí jeho
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barvu. Barva, kterou vidíme na povrchu tělesa, je dána především vlastností jeho povrchu,
jaké vlnové délky odráží. BRDF dokáže určit odrazové vlastnosti materiálu v daném bodě.
Na obrázku 1.6 je vidět bod dopadu x, na který dopadá světlo ve směru −→ω i a odráží se ve
směru −→ω r. Rovnice pro určení BRDF má pak tvar:
fr(x,
−→ω r,−→ω i) = dLr(x,
−→ω r)
dLi(x,
−→ω i)(−→ω i · −→n )d−→ω i , (1.4)
kde dLr(x,
−→ω r) je odražená radiance a dLi(x,−→ω i) je vstupní radiance.
Obrázek 1.6: BRDF (převzato z knihy [13])
Například v knize [13] se můžeme dočíst, že Helmholtzův princip reciprocity udává, že
hodnota BRDF je stejná i pokud se změní směr. Čili:
fr(x,
−→ω r,−→ω i) = fr(x,−→ω i,−→ω r) (1.5)
Paprsek je tak totožný, ať už ho sledujeme ze směru odkud přišel, tak ze směru kam se
odrazil. Což je důležité pro globální zobrazovací metody 1.3, u nichž probíhá vyšetřování
paprsků ve směru od pozorovatele. Pokud by tento princip neplatil, nebylo by možné sledo-
vat paprsky ve směru od pozorovatele a musely by se sledovat jen ve směru od světelného
zdroje.
1.3 Globální zobrazovací metody
Na rozdíl od lokálních zobrazovacích metod zahrnují globální zobrazovací metody interakce
mezi objekty. To má například za následek, že se světlo mezi objekty odráží a vznikají tak
odrazy a sekundární osvětlení. Globální zobrazovací metody se vyznačují vyšší realistič-
ností vygenerovaného obrazu, ale také vyšší výpočetní náročnosti. Tyto metody se snaží
pracovat s co největším množstvím optických jevů, jež se ve scéně vyskytují. Je tudíž snaha
vygenerovat fotorealistické výsledky.
Všechny globální metody vycházejí z obecné rovnice ve tvaru:
Lo(x,
−→ω ) = Le(x,−→ω ) +
∫
Ω
f(x,−→ω ,−→ω i)Li(x,−→ω i)cosΘd−→ω i (1.6)
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Podrobný popis funkce lze nalézt např. v knize [13], zde je nastíněna jen pro to, abychom
si uvědomili, že se jedná o složitou funkci, jejíž analytické řešení je nemožné. Zobrazovací
metody jsou proto různě zjednodušeny a jsou aproximací tohoto analytického řešení.
Optické jevy, které je dle knihy [13] třeba řešit, aby byly globální metody co nejrealis-
tičtější jsou: přímé osvětlení, stíny, násobné odrazy, zrcadlový odraz, difúzní nepřímý odraz,
difúzní přenos barvy, kaustiky, opticky aktivní média.
Přímé osvětlení simuluje světlo dopadající k pozorovateli po jediném odrazu, což popi-
suje třeba Phongův osvětlovací model 1.2.1. Stíny nám pomáhají ve vnímání trojrozměrné
scény, kdy pomocí stínů odhadneme, kde se nachází světelný zdroj a dopomáhají nám tak
s vnímáním celé scény. Násobné odrazy můžeme pozorovat na lesklých plochách, které od-
rážejí světlo a lze je rozdělit na zrcadlový odraz, difúzní nepřímý odraz, difúzní přenos barvy
a kaustiky. Zrcadlový odraz můžeme pozorovat jako odlesky, které jsou způsobeny odrazi-
vostí materiálu. Difúzní nepřímý odraz je možné pozorovat například jako pomalou změnu
intenzity odrazu světla v rozích místnosti. Tento jev simuluje ambientní barva ve Phongově
osvětlovacím modelu 1.2.1. Difúzní přenos barvy vzniká, když jsou vedle sebe umístěny dva
objekty s odlišnou difúzní barvou. Barva jednoho objektu se pak mírně přenáší na druhý.
Kaustiky (lidově ”prasátka”) vznikají, když paprsky procházejí průhledným prostředím a
dochází k jejich koncentraci na jednom místě. Opticky aktivní média jsou taková, ve kterých
dochází k rozptylování světla na jejich částicích. Tento princip je užíván i k určení barvy
alkoholu, viz sekce 2.3.
Všechny globální metody nedokáží zachytit všechny tyto jevy. Každá metoda pracuje
jen s některými z těchto jevů a proto dosahuje každá jiné realističnosti a jiné výpočetní
náročnosti.
Metody lze podle toho jak sledují paprsky rozdělit na metody vycházející od pozorova-
tele, metody vycházející ze světelného zdroje a dvousměrové metody. Vzhledem k tomu, že
počet paprsků vycházejících od světelného zdroje je teoreticky nekonečný a jen jejich část
doputuje k pozorovateli, tak se často užívají metody vycházející od pozorovatele. Ty jsou
sice výpočetně méně náročné, ale dosahují horších výsledků. Naopak metody vycházející
od světelného zdroje jsou výpočetně náročnější, ale poskytují lepší výsledky. Kompromisem
jsou dvousměrové metody.
1.3.1 Sledování fotonů
Sledování fotonů (photon tracing) je příkladem metody vycházející od světelného zdroje.
Je velice podobná metodě sledování paprsků 1.3.3, ale probíhá v podstatě naopak. Paprsky
jsou vysílány od světelného zdroje do scény a je určován jejich odraz či lom a jsou posí-
lány dále. Dokud paprsek neopustí scénu, nebo nedorazí na promítací plochu, může se ve
scéně libovolně odrážet a lámat. Oproti sledování paprsků dosahuje lepších výsledků, ale je
výpočetně náročnější. Zvládá také kaustiky.
1.3.2 Fotonové mapy
Photon mapping je obousměrná metoda. Při první fázi se vysílají fotony ze světelných
zdrojů. Ty nesou světelnou energii a postupně se mohou ve scéně odrážet. Při dopadu na
povrch objektu se hodnoty dopadlých fotonů ukládají do datové struktury, tzv. fotonové
mapy, která se užije při druhé fázi.
Ve druhé fázi se provádí metoda sledování paprsků, přičemž jsou při průniku s povrchem
užity pro výpočet barvy fotony z fotonové mapy. Dle knihy [8] mohou být užity fotony
z jistého poloměru, ten je ale obtížné správně určit, nebo je dobrý způsob použít jistý
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počet fotonů z okolí průniku. Metoda podporuje kaustiky a dosahuje dobrých výsledků.
Problémem je vysoká výpočetní i paměťová náročnost.
1.3.3 Sledování paprsků
Metoda sledování paprsků (raytracing) je metoda vycházející od pozorovatele. Paprsky jsou
vysílány skrz jednotlivé pixely projekční plochy (viz sekce 3.4.4), ve scéně se různě odrážejí
a lámou. Na lesklých objektech jsou odrazy jiných objektů a vyskytují se zde ostré stíny.
Dle knih [8, 13] se jedná o rekurzivní algoritmus. Funkce pro zjištění barvy pixelu totiž volá
sama sebe, čímž vysílá další paprsky, jak je naznačeno v algoritmu 1 na řádcích 6 a 7, a
hodnoty které tyto paprsky vrátí, přičte k výsledné barvě pixelu, jak je vidět v rovnici 1.7.
Existuje několik druhů paprsků, které se během výpočtu vysílají.
Primární paprsek (primary ray) je vysílán každým pixelem projekční plochy do scény.
Způsob výpočtu primárních paprsků je popsány v sekci 3.4.4.
Sekundární paprsek (secondary ray) je vytvořen po dopadu primárního, nebo sekun-
dárního paprsku na objekt. Může vzniknout odražený paprsek (reflected ray), pokud se
jedná o objekt, který paprsky odráží nebo lomený paprsek (refracted ray), pokud se jedná
o průsvitný objekt. V jednom bodě tak mohou vzniknout i dva sekundární paprsky, pokud
se jedná o povrch, který je odrazivý a průhledný zároveň.
Stínový paprsek (shadow ray) je vyslán z bodu dopadu primárního, nebo sekundárního
paprsku na objekt, směrem ke světelnému zdroji. Pokud se mezi bodem odkud je stínový
paprsek vyslán a světelným zdrojem nachází nějaký objekt, není světelný zdroj zahrnut do
výpočtu osvětlovacího modelu. Z bodu se vysílá tolik stínových paprsků, kolik je ve scéně
zdrojů světla.
Princip raytracingu je zobrazen na obrázku 1.7. Na obrázku můžeme vidět primární
paprsek R0, sekundární odražené paprsky R1, R2 a R3, sekundární lomené paprsky R4 a
R5. Stínové paprsky, vysílané ke zdroji světla, jsou naznačeny přerušovaně.
Algoritmus 1: Algoritmus raytracingu
Input: (paprsek R, hloubka H)
Output: barva pixelu C
1: Nalezni průsečík P paprsku R s nejbližším tělesem ve scéně
2: Pokud průsečík P neexistuje (paprsek opustil prostor scény), přiřaď paprsku R
barvu pozadí a skonči
3: Ke každému světelnému zdroji vyšli z bodu P stínový paprsek a pokud k němu
paprsek dorazí, označ světelný zdroj jako nezakrytý
4: Vyhodnoť příspěvky osvětlení v bodě P od všech nezakrytých světelných zdrojů
5: Pokud hloubka H nepřekročila maximální hloubku sledování, vyšli
6: odražený paprsek Rr voláním SledujPaprsek (Rr, H + 1)
7: lomený paprsek Rt voláním SledujPaprsek (Rt, H + 1)
8: Paprsku R přiřaď výslednou barvu jako součet příspěvků osvětlení, barvy
odraženého paprsku Rr a barvy lomeného paprsku Rt
Sledování paprsků využívá rekurzívně rozšířený lokální Phongův osvětlovací model:
C = ka + kd(L ·N) + ks(N ·H)n + kr + kt (1.7)
Jde o Blinn-Phongův osvětlovací model, ale navíc se v daném bodě přičítá hodnota odra-








Obrázek 1.7: Princip raytracingu
Ve scéně se tak projevují odrazy i průhledné materiály. Odrazivost, volně přeloženo
z reflectance, je vlastnost materiálu, která určuje, kolik světla se od daného materiálu odrazí.
Při vyšší odrazivosti se materiál jeví jako lesklý, zatímco při nízké odrazivosti vnímáme
materiál jako matný. Ve svém programu užívám tuto hodnotu, abych věděl, jaké množství
barvy z odraženého paprsku použít pro výslednou barvu objektu. Při hodnotě 0, není
barva odraženého paprsku použita vůbec, zatímco při hodnotě 1 je použita veškerá barva
z odraženého paprsku.
Transmitance (transmittance) určuje, jaké množství světla prošlo průhledným mate-
riálem. Určuje tedy, do jaké míry je daný materiál průhledný či neprůhledný. Princip je
podobný jako u odrazivosti. Pokud je hodnota transmitance nulová, pak není materiál
průhledný vůbec a barva lomeného paprsku se nepoužije. Pokud je hodnota transmitance
1, pak je barva odraženého paprsku použita úplně.
Pokud je materiál jak lesklý, tak zároveň průhledný, pak je možné určit, jakou měrou se
barvy odraženého a lomeného paprsku podílejí na výsledné barvě. Podle úhlu pod kterým
paprsek na objekt dopadá lze určit poměr mezi odraženým a lomeným paprskem pomocí
Fresnelových rovnic, které jsou popsány v sekci 2.2.4.
Problémem metody sledování paprsků je, že nedokáže vypočítat kaustiky. Navíc při
jakékoliv změně scény je potřeba celý obrázek vypočítat úplně znovu, což může být vý-
početně, i časově, velice náročné. Proto není tato metoda určena pro zobrazení v reálném
čase, ale právě pro výpočet fotorealistických výsledků.




V této kapitole je podrobněji popsána metoda sledování paprsků (raytracing). Jsou zde
popsány principy užívané v mé práci. Jak se vypočítá průnik paprsku s trojúhelníkem,
jakým způsobem se určí odražený a lomený paprsek na povrchu objektu a způsob výpočtu
barvy alkoholu, který probíhá trochu jinak, než výpočet barev ostatních objektů ve scéně.
2.1 Průnik paprsku s trojúhelníkem
Objekty vložené ve scéně jsou popsány jako hraniční modely (viz sekce 3.1). Hranice modelu
jsou popsány jako trojúhelníky, když tak chceme zjistit průnik paprsku s objektem, musíme
tento problém řešit jako průnik paprsku s trojúhelníkem. Existuje více způsobů, jak určit
průnik paprsku s trojúhelníkem. Asi nejlepším je algoritmus Möller-Trumbore, popsaný
dále v sekci 2.1.2. Ještě předtím si ale popíšeme barycentrické souřadnice, které budou dále
užívány.
2.1.1 Barycentrické souřadnice
Detailní popis barycentrických souřadnic lze nalézt např. na internetu [7, 9]. Základní
princip je nastíněn na obrázku 2.1. Barycentrické souřadnice nám určují polohu bodu uv-
nitř trojúhelníku, pomocí trojice skalárních hodnot, které určují váhu jednotlivých bodů,
které jsou umístěny ve vrcholech. Z toho plyne, že vrcholy mají barycentrické souřadnice
(1, 0, 0), (0, 1, 0) a (0, 0, 1). Takto lze popsat libovolný bod uvnitř, nebo na hranici trojúhel-
níku pomocí těchto hodnot jako:
P = wA+ uB + vC (2.1)
Hodnoty A,B a C jsou vrcholy trojúhelníku a proměnné w, u a v jsou barycentrické sou-
řadnice. Dále platí:
w + u+ v = 1, (2.2)
z čehož nám vyplývá, že pomocí dvou barycentrických souřadnic můžeme určit souřadnici
třetí jako:
w = 1− u− v, (2.3)
Všechny barycentrické souřadnice musejí být z rozsahu 〈0, 1〉, jinak by bod ležel vně troj-








Obrázek 2.1: Barycentrické souřadnice
vrcholu, k němuž se daná souřadnice váže. Pokud je některá souřadnice právě 1, pak bod leží
ve vrcholu k němuž se souřadnice váže, jak je vidět na obrázku 2.1. Lze říct, že jednotlivé
barycentrické souřadnice určují váhu, kterou se daný vrchol podílí na bodu uvnitř trojúhel-
níku, popsaném těmito souřadnicemi. Pokud by tedy všechny souřadnice měly hodnotu 13 ,
bod by se nacházel přesně uprostřed trojúhelníku. Pokud by například byly hodnoty u = 12
, v = 12 a w = 0, pak by na obrázku 2.1 ležel bod přesně uprostřed hrany BC.













Jedná se o poměr mezi plochou trojúhelníku, který určuje danou souřadnici, a plochou
celého trojúhelníku, jak je znázorněno na obrázku 2.1.
2.1.2 Möller-Trumbore
Algoritmus Möller-Trumbore [4] je rychlý algoritmus pro určení průniku paprsku s trojúhel-
níkem. Algoritmus zjistí, zda má daný paprsek průnik s trojúhelníkem a dále vrací hodnotu
t vzdálenosti průsečíku od počátku paprsku a hodnoty u a v, vyjadřující barycentrické sou-
řadnice. Třetí hodnotu w lze snadno určit podle rovnice 2.3. Většina ostatních algoritmů
pro určení průniku paprsku s trojúhelníkem, například geometrické řešení, nejprve zjistili,
zda paprsek protíná plochu v níž trojúhelník leží a pak se zjišťovalo, zda je průsečík uvnitř
či vně trojúhelníku. Zde tomu tak není a proto je algoritmus Möller-Trumbore rychlejší a
paměťově méně náročný oproti většině jiných algoritmů.
Paprsek je jednoznačně určen pomocí svého počátku O a normovaného směrového vek-
toru D. Paprsek lze pak popsat jako:
R(t) = O + tD (2.7)
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Pomocí barycentrických souřadnic je bod v trojúhelníku dán jako:
P (u, v) = (1− u− v)V0 + uV1 + vV2, (2.8)
kde u, v jsou barycentrické souřadnice a splňují u ≥ 0, v ≥ 0 a u+v ≤ 1. Výpočet průniku je
potom určen jako R(t) = P (u, v). Podrobný postup výpočtu, včetně následné implementace
algoritmu, je popsán v článku [4].
2.1.3 Interpolace normál
Jak již bylo zmíněno dříve v sekci 1.2.1, pro přesné určení osvětlovacího modelu je třeba
znát normálu v daném bodě na povrchu objektu. Jak zjistíme bod, který paprsek protnul,
bylo popsáno v sekci 2.1.2. Existují různé metody pro interpolaci normál, ale díky tomu, že
algoritmus Möller-Trumbore vrací barycentrické souřadnice, je vhodné využít právě bary-
centrické souřadnice. Normály ve vrcholech trojúhelníku máme určeny při načtení objektu
(viz sekce 3.2). Určení bodu uvnitř trojúhelníku pomocí barycentrických souřadnic se pro-
vede pomocí rovnice 2.1. Stejným způsob se provede interpolace normály v daném bodě,
kdy se využijí barycentrické souřadnice:
N = wN0 + uN1 + vN2 (2.9)
Kde N0, N1 a N2 jsou normály v jednotlivých vrcholech trojúhelníku a w, u a v jsou ba-
rycentrické souřadnice bodu, pro který chceme normálu interpolovat. Po určení normály
se provede její normalizace a tím získáme normálu v bodě průniku, která je potřebná při
výpočtu osvětlovacího modelu (viz sekce 1.2.1) a směru odraženého a lomeného paprsku
(viz sekce 2.2).
2.2 Výpočet odraženého a lomeného paprsku
Jak je patrné již z obrázku 1.7, při raytracingu se paprsky odrážejí od objektů. U objektu,
který je navíc průsvitný, se paprsky lámou a pokračují dále do scény. Je nutné vypočítat
jak se paprsky při odrazu a lomu chovají. Odvození vzorců pro výpočet odrazu a lomu je
velice podrobně vysvětlen v článku [3]. Situace je znázorněna na obrázku 2.2.
Všechny vektory zde použité, jsou normované, takže platí ‖i‖ = ‖r‖ = ‖t‖ = ‖n‖ = 1.
Důležitý je princip, že normála povrchu směřuje vždy směrem do prostředí, ze kterého
paprsek na rozhraní dopadá. Při načtení objektu skleničky, jsou vždy dvě vrstvy hned za
sebou a normály směřují od povrchu směrem do prostoru, jak můžeme vidět na obrázku
2.3. Jelikož je paprsek po průchodu první vrstvou ve skle, bude přecházet ze skla do jiného
prostředí a proto je třeba, aby normála směřovala do skla, čili opačným směrem. Zda je
třeba normálu otáčet se snadno zjistí pomocí úhlu, který svírá paprsek s normálou. Ten se
dá zjistit za pomoci skalárního součinu jako r · n = cosθ. Pokud je úhel v rozmezí 〈pi2 , 3pi2 〉,
pak paprsek dopadá na rozhraní zezadu a je třeba normálu otočit, aby platilo, že normála
směřuje do prostředí, odkud paprsek přichází.
Každý vektor určující paprsek může být rozdělen na dvě části. Na rovnoběžnou a kolmou




‖n‖2n = (v · n)n (2.10)
















Obrázek 2.2: Situace při odrazu a lomu paprsku




‖v‖ = ‖v⊥‖ (2.12)
sinθv =
‖v‖‖
‖v‖ = ‖v‖‖ (2.13)
2.2.1 Snellův zákon
Index lomu je fyzikální veličina určující šíření světla v látkách. Index lomu se značí n a je





kde c je rychlost světla ve vakuu a v je rychlost světla v daném prostředí. Seznam indexů
lomu některých prostředí je možné nalézt např. na internetu [10]. Podle indexů lomu pro-
středí, se určí pomocí Fresnelových rovnic poměr odraženého a lomeného paprsku (viz sekce
2.2.4). Dle indexu lomu se také pomocí Snellova zákona určí úhel, pod jakým se paprsek
láme na rozhraní dvou prostředí s různými indexy lomu.
Snellův zákon slouží k popisu šíření světla, které přechází z jednoho prostředí do druhého
a tím dochází na rozhraní těchto dvou prostředí k lomu světla. Situace je naznačena i na
obrázku 2.2, kde ni je index lomu prostředí ze kterého paprsek přichází a θi je úhel který
svírá s normálou v bodě dopadu, nt je index lomu prostředí do kterého se paprsek láme a
θt je úhel, který svírá lomený paprsek s normálou.
Snellův zákon lze vyjádřit jako:





Obrázek 2.3: Normály na modelu skla









Při přechodu z prostředí s vyšším indexem lomu do prostředí s nižším indexem lomu
může nastat situace, kdy se paprsek do druhého prostředí vůbec neláme a dochází pouze
k odrazu. Tato situace nastane, pokud je úhel dopadu větší jak tzv. kritický (mezní) úhel.




⇔ ni > nt (2.18)
Při určování lomu není třeba tento úhel počítat tímto způsobem. Z rovnice 2.30 vyplývá
omezení, že 1− sin2θt > 0, tím pádem:
sin2θt ≤ 1 (2.19)
Pokud je tato podmínka splněna, lom se určí přesně podle rovnice 2.30. Pokud však pod-
mínka splněna není, nedochází k lomu paprsku, ale pouze k odrazu. Nastane tzv. situace
TIR (total internal reflection), neboli totální odraz.
2.2.2 Výpočet odrazu
Pro výpočet odrazu paprsku platí jednoduchá poučka, že úhel odrazu paprsku je stejný
jako úhel dopadu paprsku, tedy že θr = θi. Za použití rovnic 2.12 a 2.13 lze tedy určit:
‖i⊥‖ = cosθi = cosθr = ‖r⊥‖ (2.20)
‖i‖‖ = sinθi = sinθr = ‖r‖‖ (2.21)
Z obrázku 2.2 nám navíc vyplývá:
− i⊥ = r⊥ (2.22)
i‖ = r‖ (2.23)
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Pro získání směru odraženého paprsku tak potřebujeme vypočítat rovnici:
r = r‖ + r⊥ = i‖ − i⊥ (2.24)
Za použití rovnic 2.10 a 2.11, tak můžeme určit:
r = i‖ − i⊥
r = (i− (i · n)n)− (i · n)n
r = i− 2(i · n)n (2.25)
Tím máme určenu rovnici pro výpočet směru odraženého paprsku r.
2.2.3 Výpočet lomu
Pokud je hodnota tansmitance, zmíněná v sekci 1.3.3, nenulová, pak se paprsek nejen odráží,
ale i láme. Tím, že lze vektor rozdělit na rovnoběžnou a kolmou část, můžeme tyto části
určit odděleně a potom je sečíst dohromady, kdy t = t‖ + t⊥.












































Tím máme určenu rovnici pro výpočet lomeného paprsku. Ještě zbývá vypočítat pomocí














Pokud máme objekt, který je zároveň lesklý a zároveň průhledný, paprsek který na něj
dopadá se odrazí i lomí současně. Paprsek však musí po odrazu a lomu nést stejnou energii
jako předtím. Proto je třeba určit, jak velká část energie se odrazí a jak velká část energie
se zlomí. Přesně na tuhle otázku nám dokáží odpovědět Fresnelovy rovnice. Ve výsledku je
nutné aby odražená část (reflectance) a lomená část (transmittance) dávaly součet 1, čili
T +R = 1.
Fresnelovy rovnice nám tedy udávají poměr odraženého a lomeného světla, který je
závislý na úhlu, pod kterým světlo na dané rozhraní dopadá. Lze to připodobnit k situaci,
kdy se díváme na vodní hladinu. Pokud se díváme kolmo, vidíme skrz vodu na dno, zatímco
pokud se díváme vodorovněji s hladinou, stále méně vidíme skrz a vidíme více odrazu (např.
slunce, hory, . . . ).
Pokud jsme pod vodou a díváme se ven, zde je situace obdobná, jen se zde nachází
kritický úhel popsaný v sekci 2.2.1, jelikož se díváme z prostředí s vyšším indexem lomu
do prostředí s nižším indexem lomu. Když se díváme kolmo na hladinu, vidíme skrz bez
problému, pokud se díváme vodorovněji k hladině, vidíme skrz stále méně (podobně jako
v předešlém případě, ale průběh je rychlejší), až po dosažení kritického úhlu nevidíme skrz
vůbec a vidíme jen odraz.
Fresnelovy rovnice určují hodnotu odrazivosti (reflectance), která se skládá ze dvou

















přičemž sin2θt se určí z rovnice 2.31. Výsledná hodnota R(θi) se určí jako průměr hodnot
R⊥(θi) a R‖(θi), čili R(θi) =
R⊥(θi)+R‖(θi)
2 . Hodnota transmitace se určí jako
T (θi) = 1−R(θi).
2.3 Určení barvy alkoholu
S touto částí programu mi velice pomohl vedoucí mé práce, který mi poskytl materiál [2]
o atmosférických jevech v počítačové grafice, které jsou tomuto problému dosti podobné.
Určení barvy oceánu je možné najít např. v článku [5]. Při určování barvy alkoholu se
vychází ze stejného principu, kdy je třeba využít atenuace a rozptylu. Pro určení barvy
alkoholu nestačí použít běžný Phongův osvětlovací model. Ten určuje barvu na povrchu
objektu, což by v případě alkoholu znamenalo, že určí barvu při vstupu do alkoholu a
při jeho opuštění. Realita je ovšem jiná a světlo získává barvu při průchodu alkoholem
postupně. Když se ve skutečnosti díváme na sklenici s alkoholem, vidíme, že barva je jiná
na dně a u hladiny a navíc záleží, jak široká sklenice je, čili jaké množství alkoholu v ní je.
17
2.3.1 Atenuace
Atenuace (attenuation) znamená zeslabování či útlum. V případě zjišťování barvy alkoholu
má význam, jako hodnota o kterou se utlumí zjištěná barva. Pokud tedy paprsek opouští
prostředí alkoholu, nebo narazil na nějaký objekt uvnitř alkoholu, určí se hodnota atenuace
a tou se vynásobí barva kterou paprsek doposud měl. Vzorec pro zjištění hodnoty atenuace
je:
atten = e−dist∗c, (2.35)
kde e je Eulerovo číslo, dist je vzdálenost počátku paprsku a bodu kde se atenuace určuje
(jakou vzdálenost ”strávil”paprsek v alkoholu) a c je koeficient, který ovlivňuje hodnotu
atenuace podle aktuálního druhu alkoholu.
Vzhledem ke vzdálenosti jakou parsek v alkoholu byl se hodnota atenuace stále snižuje.
Pokud je tedy paprsek v alkoholu pouze krátce (okraje sklenice, úzká sklenice, . . . ), pak
je barva sytější. Naopak když je paprsek v alkoholu dlouze (střed sklenice), pak se barva
utlumuje výrazněji. Jde tedy o to, že přes velké množství alkoholu je vidět méně, než přes
menší množství. Tato hodnota je velice rozdílná podle druhu alkoholu. Od toho se při
výpočtu používá hodnota koeficientu c, pomocí které můžeme určit, jak moc daný druh
alkoholu utlumuje. Například červené víno utlumuje průchod světla daleko více než třeba
vodka, skrz kterou je vidět téměř bez útlumu.
2.3.2 Rozptyl
Rozptyl (inscatter) určuje barvu, kterou světlo získá během průchodu skrz alkohol (obecně
skrz jakékoli průhledné prostředí). Aby mohl paprsek získávat barvu během svého průchodu
prostředím, je třeba jej navzorkovat na několik částí. Pro každý bod v prostředí se potom
určí hodnota barvy, kterou se prostředí v daném bodě podílí, což je také závislé na tom,
kolik světla do daného místa proniká. Ukázka zjišťování hodnoty rozptylu je na obrázku
2.4.
Obrázek 2.4: Zjišťování rozptylu
Hodnota rozptylu je získávána v jednotlivých vzorcích tak, že se zjistí kolik je alkoholu
mezi bodem a hladinou po cestě k světelnému zdroji. Pokud je tedy mezi bodem a světlem
málo alkoholu, pak se alkohol podílí na výsledné barvě bodu vyšší měrou. Pokud je mezi
bodem a světlem alkoholu hodně, pak se barva alkoholu podílí méně. Výpočet je určen jako:
inscatter = diffColor ∗ e−distLight∗c ∗ atten, (2.36)
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Obrázek 2.5: Atenuace a rozptyl
kde diffColor je difúzní barva prostředí (alkoholu), e je Eulerovo číslo, distLight je vzdá-
lenost od vzorkovacího bodu ke hladině směrem k světelnému zdroji, c je koeficient a atten
je hodnota atenuace z rovnice 2.35. Takto se určí hodnota ve všech vzorcích a sečte se do
jedné výsledné hodnoty.
Princip atenuace je zde stejný jako v sekci 2.3.1. Koeficient c je rovněž stejný. Hodnota
inscatter se počítá pro každý vzorkovací bod prostředí jak je naznačeno na obrázku 2.4
a hodnoty se průběžně přičítají k celkové barvě. Zde je barva závislá na vzdálenosti od
světla. Pokud je paprsek blízko hladiny (světlo proniká bez problému), pak se barva alkoholu
podílí více. Pokud je paprsek v hloubce (světlo již do hloubky tolik neproniká) podílí se
barva alkoholu méně. Zjednodušeně lze říci, že ta část alkoholu, která je blízko světla, je
osvětlena, tím pádem se barva alkoholu více podílí a výsledná barva je světlejší. Naopak
ta část alkoholu, kam světlo dopadá méně (v hloubce, odvrácené od světla, . . . ), získává
z alkoholu méně barvy a je tak tmavší.
2.3.3 Výsledná barva alkoholu
Po určení obou hodnot atenuace a rozptylu je snadné určit výslednou barvu alkoholu jako:
color = atten ∗ sceneColor + inscatter, (2.37)
kde sceneColor je hodnota barvy, kterou vidíme za alkoholem a je utlumena o hodnotu
atten. Vzhledem k tomu, že inscatter je již určen jako barva, stačí ji k výsledné hodnotě
přičíst.
V realitě lze tyto jevy snadno pozorovat. Například v moři je jasně patrné, že čím více
se díváme do dálky, tím méně jsme schopni vidět objektů (projevuje se atenuace). Čím dále
od nás objekty jsou, tím méně jejich barvy vnímáme.
Podobně pokud se díváme směrem k hladině, je voda skrz kterou se díváme světlejší,
protože jí proniká více světla. Pokud se ovšem díváme směrem ke dnu, vidíme stále méně,
až ve velké hloubce nevidíme nic, jelikož se tam již nedostává žádné světlo. Tím je ve velké
hloubce ”vidět”jen tma (projevuje se rozptyl).
Na obrázku 2.5 vlevo můžeme vidět vypočítanou hodnotu atenuace pro model alkoholu.
Jak můžeme vidět, hodnota atenuace není závislá na poloze světla, pouze na tom, skrz
jakou vrstvu alkoholu světlo prochází. Na stejném obrázku uprostřed můžeme vidět hodnotu
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rozptylu. U rozptylu je naopak patrné, že záleží na pozici světelného zdroje. Na obrázku 2.5
je světlo umístěno napravo od modelu, což je patrné zejména na spodní části modelu. Po
užití obou hodnot atenuace i rozptylu je výsledný obrázek 2.5 napravo. Jak můžeme vidět,
ve střední části alkoholu, kde světlo prochází nejdéle, je výsledná barva tmavší. Naopak
u hladiny kde světlo prochází jen krátce, je barva světlejší. Na straně kde se nachází světlo
je výsledná barva světlejší jak na straně, která je od světla odvrácena.
Za použití stejných rovnic pro výpočet atenuace a rozptylu je určena barva stínu, který
alkohol vrhá. Příklad, jak se atenuace a rozptyl podílejí na výsledné barvě alkoholu je vidět
na obrázcích 2.6 a 2.7, kde vidíme, že skrz bílé víno je vidět lépe jak skrz červené. Tím se
projevuje atenuace. Rozptyl je patrný hlavně na červeném víně, kde je víno u hladiny, kde
světlo prochází jen malou vrstvou alkoholu, světlejší jak v jiných částech. Obdobně se barva
projevuje i na stínu, kde světlo skrz červené víno prochází jen minimálně, zatímco skrz bílé
prochází bez problému.
Obrázek 2.6: Červené víno
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V této kapitole je popsáno vše, co je potřebné pro popis scény a nastavení kamery. Jakým
způsobem jsou uloženy objekty, jak se nastaví objekt ve scéně na potřebné místo a jak se
provádí vysílání primárních paprsků skrz projekční plochu, aby mohl být proveden výpočet
obrázku.
3.1 Reprezentace scény
Při popisu trojrozměrné scény je potřeba nějak definovat objekty, které se ve scéně vy-
skytují. Popis jednoduchých geometrických obrazců jako koule, kvádr nebo válec je možný
pomocí matematických vzorců, které nám dokáží objekt jednoznačně popsat. Pokud ovšem
chceme objekt libovolného tvaru, nebudou nám matematické vzorce stačit a je třeba to řešit
jiným způsobem.
Konstruktivní geometrie (CSG - Constructive Solid Geometry) využívá pro popis ob-
jektu základní geometrické objekty jako koule, válec, kvádr, aj. Výsledný objekt je vytvořen
za pomoci transformací (viz sekce 3.4) jednotlivých objektů a operací sjednocení, průniku a
rozdílu mezi nimi. U takto vytvořených objektů nejsou informace o jejich povrchu, takže se
pro zobrazení často převádějí na hraniční reprezentaci. Tento typ objektů se používá např.
v CAD systémech.
Dekompoziční modely jsou objemovou reprezentací objektu. Na rozdíl od hraničních
modelů obsahují i informace o vnitřním složení objektu. Celá struktura objektu, včetně
vnitřní, je uložena v elementárních objemových jednotkách. Tato objemová jednotka se
nazývá Voxel (Volumetric Pixel). Takto popsaný objekt je nejčastějí uložen v pravidelné
kartézské mřížce. Takovéto modely nacházejí uplatnění např. v medicíně.
Hraniční modely uchovávají informace o povrchu daného objektu. Povrch je popsán
pomocí informací o svých vrcholech, hranách a stěnách. Jedná se nejrozšířenější způsob
popisu modelů v počítačové grafice. Často se jedná o polygonální modely, kdy jsou hranice
modelu popsány pomocí různých polygonů. Nejčastěji je použit trojúhelník, protože jasně
udává plochu v prostoru pomocí tří vrcholů. Pro polygony s více jak třemi vrcholy již
není zaručeno, že budou všechny ležet v jedné rovině. Pomocí trojúhelníků tak lze popsat
hranice libovolného objektu. Čím více trojúhelníků se pro popis použije, tím je povrch
vyhlazenější. Pokud se použije trojúhelníků málo, mohou být na povrchu vidět a nevznikne
tak hladký povrch, který často očekáváme. Na obrázku 3.1 je vidět model koule popsaný
pomocí trojúhelníků. Všechny modely používané v mé práci jsou popsány právě pomocí
trojúhelníků.
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Obrázek 3.1: Koule popsaná hraničně pomocí trojúhelníků
3.2 Wawefront .obj
Wawefront .obj je souborový formát pro uložení geometrických informací o objektech, vy-
vinutý společností Wawefront Technologies. Jedná se o soubor v textové podobě, kde jsou
uloženy informace o vrcholech, normálách a plochách, které popisují polygony, tvořící hra-
niční reprezentaci objektu. Soubor je tvořen seznamem vrcholů, seznamem normál a sezna-
mem ploch. Jednoduchý příklad popisující krychli, může vypadat takto:
v 1.000000 -1.000000 -1.000000
v 1.000000 -1.000000 1.000000
v -1.000000 -1.000000 1.000000
v -1.000000 -1.000000 -1.000000
v 1.000000 1.000000 -0.999999
v 0.999999 1.000000 1.000001
v -1.000000 1.000000 1.000000
v -1.000000 1.000000 -1.000000
vn 0.577349 -0.577349 -0.577349
vn 0.577349 -0.577349 0.577349
vn -0.577349 -0.577349 0.577349
vn -0.577349 -0.577349 -0.577349
vn 0.577349 0.577349 -0.577349
vn -0.577349 0.577349 -0.577349
vn -0.577349 0.577349 0.577349
vn 0.577349 0.577349 0.577349
f 1//1 2//2 3//3
f 1//1 3//3 4//4
f 5//5 8//6 7//7
f 5//5 7//7 6//8
f 1//1 5//5 6//8
f 1//1 6//8 2//2
f 2//2 6//8 7//7
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f 2//2 7//7 3//3
f 3//3 7//7 8//6
f 3//3 8//6 4//4
f 5//5 1//1 4//4
f 5//5 4//4 8//6
V popisu jsou jasně patrné seznamy vrcholů (v - vertex ), normál (vn) a ploch (f -
face). Plochy (faces) jsou popsány pomocí trojic typu v//vn, které jednoznačně identifikují
souřadnice trojúhelníku v prostoru a přiřazují jednotlivým vrcholům normály. Podrobnější
informace o formátu je možné nalézt např. na internetu [6]. Vzhledem k formátu není příliš
obtížné zpracovat soubor a uložit si informace o vrcholech, normálách a plochách daného
objektu. Výhodou je, že normály se určují ve vrcholech, což je potřebné pro správné určení
normály v bodě pomocí Phongova stínování, jak bylo zmíněno v sekci 1.2.1. Jak přesně se
interpolace normál provádí je popsáno v 2.1.3.
Pomocí formátu Wawefront .obj je tak možné popsat libovolný objekt. Objekty je možné
namodelovat v modelovacím softwaru Blender [11] a poté je do tohoto formátu exportovat.
Všechny modely sklenic, alkoholů i jiných objektů, které jsou v mé práci použity, byly
vytvořeny právě tímto způsobem. Model alkoholu je umístěn do modelu sklenice. Jedná se
tak o dva různé modely, kterým je možné přiřadit různé materiálové vlastnosti. Vlastnosti
materiálu objektu jsou rovněž uloženy v souboru, který je popsán dále v sekci 3.3.
3.3 Material template library .mtl
Material template library .mtl je souborový formát pro uložení informací o materiálu daného
objektu. Informace se uchovávají v textové podobě. Uložena je např. informace o ambientní,
difúzní a spekulární barvě materiálu. Popis formátu lze nalézt např. na stránkách [1]. Daný
materiál je možné použít pro libovolný objekt. Pro svou práci jsem si formát trochu upravil,
aby v něm byly zachyceny informace o všem, co pro daný materiál potřebuji vědět. Příklad,
jak může vypadat popis materiálu:
Ns 60.372549
Ka 0.172032 0.064331 0.017347
Kd 0.371765 0.018825 0.018825





Hodnota Ns udává spekuární exponent a Ks spekulární barvu (obojí je popsáno v 1.2.1).
Hodnoty Ka a Kd udávají ambientní a difúzní barvu materiálu. Ri je hodnota indexu lomu
(viz 2.2.1), Ac udává attenuation coeficient popsaný v sekci 2.3.1 a hodnoty d a Rf udá-
vají transmitanci a odrazivost ze sekce 1.2.1. Při takto popsaném materiálu máme veškeré




Všechny vytvořené objekty v Blenderu jsou umístěny do počátku souřadného systému a
po jejich exportu do formátu Wawefront .obj již není možné je nijak upravovat. Abychom
mohli s objektem manipulovat, je potřeba použít lineární transformace. V knihách [8, 13] je
vysvětleno použití transformačních matic, které slouží k provedení transformací. Transfor-
mační matice jsou vhodné zejména proto, že je možné je skládat při užití více transformací
najednou. Jelikož je v této práci scéna nastavena jednou a poté se již nemění, nejsou im-
plementovány transformační matice, ale výpočty probíhají pomocí rovnic.
3.4.1 Změna měřítka
Pokud chceme objekt zvětšit, nebo zmenšit, použijeme změnu měřítka (scale). Pokud je
hodnota scale větší jak jedna, bude se objekt zvětšovat. Při hodnotě mezi nulou a jedničkou
se bude naopak zmenšovat. Je možné použít jinou změnu měřítka pro každou z os x, y, a
z, ale v případě mého programu jsem se omezil pouze na jednu změnu měřítka stejnou pro
všechny osy. Poměr jednotlivých stran objektu tak zůstává zachován a jedná se tedy pouze
o zvětšení či zmenšení. Změna měřítka se určí jako:
x′ = x ∗ S (3.1)
y′ = y ∗ S (3.2)
z′ = z ∗ S (3.3)
Výpočet se provádí pro všechny trojúhelníky daného objektu, kdy se x-ová, y-ová i z-ová
souřadnice vynásobí zadanou hodnotou scale S. Normály není třeba v tomto případě nijak
měnit, protože dochází pouze ke změně velikosti objektu, ale normály ukazují stále stejným
směrem.
3.4.2 Otočení
Otočení (rotation) je operace, která zajistí otočení objektu kolem jedné ze souřadných os
o zadaný úhel. Střed otáčení musí být v počátku souřadného systému. Otočení kolem každé
ze souřadných os se počítá podle jiných vzorečků.
Rotace kolem x-ové osy:
y′ = y ∗ cos(α) + z ∗ sin(α) (3.4)
z′ = −y ∗ sin(α) + z ∗ cos(α) (3.5)
Rotace kolem y-ové osy:
x′ = x ∗ cos(α)− z ∗ sin(α) (3.6)
z′ = x ∗ sin(α) + z ∗ cos(α) (3.7)
Rotace kolem z-ové osy:
x′ = x ∗ cos(α)− y ∗ sin(α) (3.8)
y′ = x ∗ sin(α) + y ∗ cos(α) (3.9)
Ve všech případech se rotace musí vypočítat pro všechny vrcholy všech trojúhelníků daného
objektu. Stejně se musejí přepočítat i normály ve vrcholech, protože na rozdíl od změny
měřítka při rotaci ukazují normály jiným směrem.
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3.4.3 Posunutí
Posunutí (translation) použijeme v případě, že chceme posunout objekt v prostoru. Je
možné s ním pohybovat ve všech směrech souřadných os. Výpočet posunutí lze vyjádřit:
x′ = x+ dx (3.10)
y′ = y + dy (3.11)
z′ = z + dz (3.12)
Jednoduše se k příslušným souřadnicím všech vrcholů všech trojúhelníků daného objektu
přičte hodnota, o kterou se má objekt ve směru příslušné souřadné osy posunout. Pokud
je hodnota posunutí záporná, pak se objekt posunuje do záporných hodnot, pokud kladná,
tak se posunuje do kladných hodnot. Normály se opět přepočítávat nemusejí, protože směr,
kterým ukazují, se při změně pozice objektu ve scéně nijak nemění.
Na pořadí, v jakém jsou transformace prováděny, záleží. Jako první by měla proběhnout
změna měřítka, poté otočení a posunutí by mělo být až poslední operací. O to se však
uživatel nijak starat nemusí, správné pořadí provedení transformací si program ohlídá sám.
3.4.4 Promítání
Zvláštním druhem transformace je také promítání, které obecně slouží k převodu objektů
z vícerozměrného prostoru do prostoru o méně rozměrech. Jak již bylo popsáno dříve v 1.1,
nás bude zajímat promítnutí 3D scény na 2D plochu. Jak se můžeme dočíst např. v knize
[13], dochází při promítání ke ztrátě prostorové informace. Projekční (promítací) paprsky
promítají body objektu ve scéně na průmětnu, kterou chápeme jako plochu výsledného
obrázku. Princip promítání můžeme vidět na obrázku 3.2. Rozlišujeme dva druhy promítání.
Rovnoběžné (paralelní) a středové (perspektivní).
Obrázek 3.2: Princip promítání (převzato z knihy [8])
Při rovnoběžném (paralelním) promítání jsou paprsky vysílány skrz projekční plochu
(průmětnu) rovnoběžně. Všechny paprsky mají stejný směrový vektor. Nejčastěji se jedná
o paprsky kolmé na průmětnu, kdy hovoříme o tzv. kolmém promítání. Tento typ projekce
zachovává rovnoběžnost hran, což je hlavní rozdíl oproti středovému promítání. Vzdálenost
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od průmětny nemá vliv na velikost zobrazení objektu. Použití nachází tento typ promítání
hlavně u technických aplikací. Rozdíl mezi oběma typy promítání je vidět na obrázku 3.3,
kde vlevo je rovnoběžné promítání a vpravo je středové promítání.
Obrázek 3.3: Rovnoběžné a středové promítání (převzato z knihy [13])
Středové (perspektivní) promítání, na rozdíl od rovnoběžného, vysílá projekční paprsky
skrz průmětnu z jednoho bodu, takže každý paprsek má jiný směrový vektor. Bod ze kterého
se paprsky vysílají je označován jako střed projekce, kamera, nebo oko pozorovatele. Oproti
rovnoběžnému promítání nezachovává rovnoběžnost hran. Velikost zobrazeného objektu se
mění se vzdáleností objektu od průmětny. Tento typ promítání odpovídá realitě kterou
vidíme, proto se používá pro virtuální realitu nebo hry. I při mé práci byl použit tento
typ promítání. Způsob jak určuji bod, ze kterého jsou projekční paprsky vysílány a směry,
kterými jsou vysílány je detailně popsán dále v této sekci.
Součástí nastavení scény, je i určení místa, ze kterého se bude scéna pozorovat. Je třeba
určit místo, ze kterého se budou vysílat primární paprsky do scény. Takové místo se nazývá
kamera. Jak již bylo zmíněno, při středovém promítání jsou paprsky vysílány ze středu
projekce a každý paprsek má jiný směrový vektor. Paprsky jsou nejčastěji vysílány skrz
středy jednotlivých pixelů na promítací ploše, jak je naznačeno na obrázku 3.4, a poté získá
pixel barvu podle objektů, na které paprsek dopadne.
Pro zjištění směru primárních paprsků si musíme nastavit pozici kamery a pozici promí-
tací plochy. Pozice kamery je v našem případě nastavena na počátek souřadného systému na
souřadnice (0, 0, 0) a promítací plocha je posunuta na souřadnice (0, 0,−1). Na projekční
plochu se tak zobrazí objekty, které budou mít ve scéně z-ovou souřadnici nižší jak −1.
Umístění kamery a promítací plochy je naznačeno na obrázku 3.5. Našim cílem je nyní
určit jaké budou směrové vektory paprsků v jednotlivých pixelech promítací plochy, aby
byly paprsky správně vysílány do souřadného systému scény, ve které jsou umístěny ob-
jekty. Postup je velice dobře popsán na stránkách [7], v následující části se pokusím shrnout
vše podstatné.
Určení primárních paprsků V dalším textu bude použito označení widht pro šířku a
height pro výšku obrázku.
Nyní máme umístěnou projekční plochu a kameru. Zatím budeme uvažovat čtvercovou
projekční plochu. Jak je naznačeno na obrázku 3.6 vlevo, plocha má mít své okraje umístěny
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Obrázek 3.5: Způsob umístění kamery a projekční plochy
v bodech (−1, 1), (1, 1), (−1,−1) a (1,−1). Potřebuje tedy stejný souřadný systém jako celá
scéna. Plocha našeho obrázku má ovšem jiný souřadný systém se souřadnicemi (0, 0) v levém
horním rohu a souřadnicemi (width, height) v pravém dolním rohu, jak je naznačeno na ob-
rázku 3.6 vpravo. Našim cílem je převést (”namapovat”) souřadnice ze souřadného systému
obrázku na souřadnice v souřadném systému scény. Nejprve je třeba převést souřadnice









Hodnota 0.5 se přidává jako posunutí od okraje pixelu do jeho středu. Pokud by jsme
nechtěli vysílat paprsky skrz středy pixelů, použila by se jiná hodnota jak 0.5. Toho je
využito při technice antialiasingu ze sekce 3.6. Poté co máme hodnoty v rozmezí 〈0, 1〉,









Obrázek 3.6: Projekční plocha v souřadném systému scény a obrázku
následovně:
x′′ = 2 ∗ x′ − 1 (3.15)
y′′ = 1− 2 ∗ y′ (3.16)
Rovnice pro y-ovou souřadnici je rozdílná oproti rovnici pro x-ovou souřadnici, protože při
použití stejné rovnice by se hodnoty z rozmezí 〈0, 0.5〉 ”namapovaly”na hodnoty 〈−1, 0〉 a
hodnoty z rozmezí 〈0.5, 1〉 na hodnoty 〈0, 1〉, což je sice žádoucí pro x-ovou souřadnici, ale
pro y-ovou souřadnici potřebujeme toto ”mapovaní”otočit.
Nyní máme hodnoty jednotlivých pixelů obrázku v souřadném systému scény, tedy
v rozmezí 〈−1, 1〉. Daný výpočet je zatím odvozen pro projekční plochu čtvercového tvaru
a takové obrázky asi nebudeme vždy chtít. Daleko častěji budeme chtít obrázky tvaru obdél-
níku. Pokud se snažíme ”namapovat”obrázek obdélníkového tvaru do souřadného systému
o velikosti 2×2, pixely se nám změní ze čtverců na obdélníky. Tento nežádoucí efekt je nutné
korigovat vynásobením x-ové souřadnice poměrem šířky ku výšce požadovaného obrázku.
Upřesnění výpočtu tedy vypadá následovně:






y′′ = 1− 2 ∗ y′ (3.18)
Zorné pole Zorné pole (field of view) nám udává, do jakého úhlu je kamera schopna
zachytit prostor scény. Při velkém zorném poli dokáže kamera zachytit větší prostor scény,
zatímco při menší zorném poli zachytí menší prostor scény. Jak je naznačeno na obrázku
3.7, při stejné vzdálenosti kamery od projekční plochy, je možné při větším zorném úhlu
zachytit větší část scény. V podstatě se jedná o schopnost přiblížit, nebo oddálit si výsledný
obrázek - ”zoomování”.
Situaci můžeme pozorovat na obrázku 3.8. Můžeme vidět trojúhelník ABC, který nám
dopomůže k určení pozice bodu na projekční ploše. Známe délku strany ‖AB‖ = 1, jelikož
je kamera umístěna 1 jednotku od promítací plochy, a délku ‖BC‖ = 1, protože promítací
plocha má rozměry 2 × 2. Pomocí goniometrické funkce tangens, která je definovaná jako

















V tomto případě nám tedy vychází, že úhel θ má 90◦. Pokud tedy chceme určit velikost
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Obrázek 3.7: Vliv zorného pole field of view



















Obrázek 3.8: Odvození zorného pole field of view
Zatím jsme měli hodnoty na projekční ploše v rozmezí 〈−1, 1〉. Nyní lze tyto hodnoty












naopak nižší jak 1. Nyní stačí již vypočítané souřadnice projekční plochy v souřadném





a do výsledného obrázku se nám tak započítá
hodnota ”zoomování”.




































Nyní tedy máme určené body projekční plochy v souřadném systému scény. Pro případ,
kdy chceme s kamerou libovolně pohybovat a natáčet ji, je nutné využít transformací po-
psaných v sekci 3.4. Po určení bodu na projekční ploše v souřadném systému scény je možné
na tento bod aplikovat posunutí nebo otočení. Stejné posunutí by pak bylo aplikováno i na
bod, kde se nachází kamera a výsledný směr primárního paprsku se vypočítá jako vektor
z bodu kde se nachází kamera směrem k vypočítanému bodu jako point− camera.
3.5 PPM obrázky
Pro ukládání vytvořených obrázků je použit formát PPM (Portable Pixmap Format). Na
použití tohoto formátu mě přivedly stránky [7], kde tento formát také používají pro ukládání
obrázků, protože je velice jednoduchý. Do souboru s obrázkem stačí uložit trojice hodnot




255 0 0 0 255 0
0 0 255 255 255 255
Výsledkem by byl obrázek 3.9. Na prvním řádku je konstanta, která říká, o jaký typ souboru
jde. Na dalším řádku se vyskytuje šířka a výška obrázku a na třetím řádku je maximální
počet barev v trojici udávající barvu pixelu. Poté již následují trojice hodnot udávající
barvu každého pixelu.
Barva jednotlivých pixelů se v programu uchovává pomocí třídy Vector jako trojice
datového typu double v rozmezí 0 - 1. Aby bylo možné tyto hodnoty uložit ve formátu,
který je pro PPM obrázky potřeba, musí se hodnoty vynásobit 255 a přetypovat na datový
typ unsigned char. Poté jen stačí vše uložit do souboru a tím vznikne požadovaný obrázek.
Obrázek 3.9: Příklad PPM obrázku
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3.6 Antialiasing
Jelikož se paprsky vysílají skrz středy jednotlivých pixelů, každý pixel obrázku pak má
jednotnou barvu. Při nízkém rozlišení obrázku jsou pak patrné ”čtverečky”v obrázku a je
zatížen chybou a ztrácí detaily. Proto je vhodné použít antialiasing, který zajistí větší míru
detailů.
Adaptivní antialiasing je prováděn metodou oversampling, kdy je skrz pixel vysláno
více jak jeden paprsek. To má sice za následek vyšší výpočetní náročnost, ale výsledek má
lepší detaily. Princip antialiasingu je naznačen na obrázku 3.10, kde vlevo vidíme vysílání
paprsků skrz středy pixelů, zatímco napravo vidíme, že se vysílají skrz pixel čtyři paprsky.
Každý paprsek prochází středem tzv. subpixelu, který je čtvrtinou pixelu. Výsledná barva
pixelu se pak určí jako průměr z těchto čtyř paprsků.
Obrázek 3.10: Adaptivní antialiasing
Na obrázku 3.11 můžeme vidět detail, na kterém je vidět, že se projevuje aliasing.
Na obrázku 3.12 můžeme vidět stejný detail s použitím antialiasingu, kde je jasně patrné,
že obraz je ostřejší. Při užití stejného rozlišení tak dosáhneme lepšího výsledku. Při užití
vyššího rozlišení je také možné dosáhnout ostřejšího obrazu. Antialiasing má však výhodu,
že při jeho užití se ve scéně mírně projevují měkké stíny oproti ostrým, které jsou běžné
u základní metody sledování paprsků.
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Obrázek 3.11: Projevující se aliasing




V této kapitole jsou popsány detailněji informace o tom, jak je program implementován. Jak
přesně probíhá renderování výsledného obrázku, jak je implementováno grafické uživatelské
rozhraní, které slouží k zadávání veškerých informací, které program potřebuje pro svůj běh
a popis, jak toto rozhraní ovládat a jak program spustit.
4.1 Jádro programu
Program je napsán v programovacím jazyce C++. Nejprve byl napsán jako běžná konzolová
aplikace, která pouze vypočítala výsledný obrázek. Veškeré parametry programu se zadávaly
přímo do zdrojového kódu. Poté bylo implementováno grafické uživatelské rozhraní (viz
sekce 4.2), ze kterého je možné zadávat parametry pro běh programu.
Pro výpočet, který určuje podobu výsledného obrázku, jsou použity principy popsané
v kapitolách 2 a 3. Pro práci s vektory je implementována třída Vector, která slouží k uložení
vektoru a obsahuje veškeré operace, které je potřeba s vektory během výpočtů provádět.
Jelikož třída Vector obsahuje tři hodnoty datového typu double pro uchování souřadnic
v prostoru, užívá se tato třída také pro uchování barvy. Tři položky double slouží jako
reprezentace hodnot (r, g, b), která jasně určí barvu.
Pro uložení objektů je implementována třída objObject, která uchovává veškeré infor-
mace o objektu a umožňuje s objektem pracovat. Objekt je načten ze souboru Wawefront
.obj, popsaného v sekci 3.2. Objekt je pak uložen v paměti jako objekt třídy objObject a je
možné provádět transformace (viz sekce 3.4). Po načtení všech objektů, které se budou ve
scéně nacházet, a jejich umístění dle našich požadavků, se bude provádět samotný proces
renderování obrázku.
Výpočet barvy jednotlivých pixelů obrázku je prováděn metodou sledování paprsků,
podle algoritmu 1. Paprsky jsou vysílány skrz projekční plochu způsobem popsaným v sekci
3.4.4. Průnik paprsku s objektem se určuje pomocí algoritmu Möller-Trumbore, který je
zmíněn v sekci 2.1.2. V bodě průniku paprsku s objektem se určí odražený a lomený paprsek
a rekurzívně probíhá výpočet pro tyto nové paprsky. Po určení barvy všech pixelů obrázku,
je výsledek uložen ve formě PPM obrázku, který je podrobněji popsán v sekci 3.5.
4.2 Grafické uživatelské rozhraní
Grafické rozhraní programu, přes které se nastavuje, jaký obrázek má program renderovat,
je implementování za pomoci knihovny Qt [12]. Přes grafické rozhraní je možné zadávat:
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• Model sklenice a jeho umístění ve scéně
• Druh alkoholu, který má být ve sklenici
• Případný další objekt (led, brčko, . . . ) a jeho umístění ve scéně
• Umístění světelného zdroje ve scéně
• Nastavení kamery (její pozice a natočení)
• Textury, které se mají použít pro plochy, které jsou ve scéně
• Možnosti renderování obrázku
Po spuštění je program nastaven na úvodní scénu, jak můžeme vidět na obrázku 4.1. V levé
části můžeme vidět náhled na scénu. Sice je v nízké kvalitě, ale jelikož se jedná pouze
o náhled, tak je to dostačující. V pravé horní části se vždy nachází popis jaké objekty a
na jakých pozicích se ve scéně nacházejí. V pravé dolní části se pak bude nastavovat scéna
podle našich požadavků.
Obrázek 4.1: Grafické uživatelské rozhraní
Po provedení jakékoli změny ve scéně se znovu počítá náhledový obrázek, což nějakou
chvíli trvá. Dle složitosti objektů ve scéně se doba určení nového náhledu pohybuje asi
v rozmezí 1 – 5 sekund. Také záleží na výpočetní síle stroje, na kterém je program spouštěn.
Ve scéně se vždy musí nacházet minimálně sklenice, spodní plocha a světelný zdroj.
Alkohol, zadní plocha a další objekt nejsou vyžadovány a je možné je v programu odstranit.
Všechny materiály jsou již předem nastavené a není možné je z programu měnit. Pokud
by bylo třeba materiály nějak měnit, muselo by se to udělat v souborech .mtl, popsaných
v sekci 3.3, které program načítá k příslušným objektům pro popis jejich materiálu.
4.3 Ovládání programu
Nastavení vždy probíhá skrz menu, které se nachází v horní části programu. Poté co si
z menu vybereme tu část, kterou chceme upravovat, se v pravé dolní části zobrazí příslušná
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Obrázek 4.2: Výběr alkohollu
nabídka. Pro výběr modelů máme vždy na výběr z několika možností ze seznamu, jak je
naznačeno na obrázku 4.2, které jsou již předpřipraveny.
Když si vybereme příslušné modely, které se mají ve scéně vyskytovat, můžeme nastavit
jejich umístění pomocí transformací, jak bylo popsáno v sekci 3.4. Vše se nastaví čísly
v příslušné nabídce, jak je vidět na obrázku 4.3.
Obrázek 4.3: Nastavení pozice objektu
Po nastavení veškerých objektů a jejich pozic, můžeme přistoupit k renderování výsled-
ného obrázku. To se provede v menu Render. Před samotným výpočtem je potřeba nastavit,
v jakém rozlišení má být výsledný obrázek, zde se má použít metoda antialiasingu (zmíněná
v sekci 3.6) a kam se má výsledný obrázek uložit. Náhled nastavení je vidět na obrázku 4.4.
Implicitně je nastavena cesta pro uložení obrázku do domovské složky uživatele. Po na-
stavení stiskneme tlačítko Render a objeví se dialog, který shrnuje nastavení renderování a
je třeba jej potvrdit, jak je vidět na obrázku 4.5. Po stisku tlačítka Start začne výpočet
výsledného obrázku. Během počítání výsledku jsou na standardní výstup vypisovány in-
formace o tom, kolik procent obrázku je již vypočítáno. Po ukončení renderování se změní
tlačítko Start na tlačítko OK, kterým se dialog zavře.
Poté je možné nastavit další scénu a opět renderovat další obrázek dle jiného nastavení.
Výpočet jednoho obrázku však může být výpočetně velice náročný, dle výpočetní síly stroje
a složitosti renderované scény může trvat i desítky minut. Pro urychlení výpočtu je použita
knihovna OpenMP, která zajistí, že probíhá výpočet několika řádků obrázku paralelně. Což
má za následek urychlení celkového výpočtu.
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Obrázek 4.4: Nastavení renderování obrázku
Obrázek 4.5: Zahájení renderování obrázku
4.4 Spuštění programu
Program byl vyvíjen v prostředí s operačním systémem Linux a zde byl také testován. Na
operačním systému Microsoft Windows program testován nebyl. Pro spuštění je třeba mít
nainstalovanou knihovnu Qt. Při vývoji byla použita knihovna Qt verze 4.8.1. Proto by
při spouštění mela být dostupná verze stejná, nebo vyšší.
Pro spuštění programu je připravený Makefile, kdy po zadání dávky make run z ter-
minálu proběhne překlad a spuštění aplikace. Makefile volá qmake, takže je třeba ho mít
na počítači dostupný a mít správně nastaveny všechny cesty, které potřebuje knihovna Qt
pro svůj běh. Makefile se dá využít rovněž pro odstranění všech vygenerovaných souborů
pomocí příkazu make clean. Po spuštění aplikace se objeví úvodní grafické rozhraní, které
je možné vidět na obrázku 4.1. Poté se dá s aplikací pracovat a nastavit vše potřebné, jak




Podařilo se implementovat program, který slouží k realistickému zobrazení alkoholických
nápojů. Příklady výsledných obrázků, které program vygeneroval, je možné vidět na ob-
rázcích 2.6, 2.7, 5.1, 5.2, 5.3 a 5.4.
K vylepšení programu by mohlo přispět urychlení jeho chodu. Výrazně by pomohla
hardwarová akcelerace, která by výpočet výrazně urychlila. Přestože byl použita patrně
nejrychlejší algoritmus pro výpočet průniku paprsku s trojúhelníkem, Möller-Trumbore ze
sekce 2.1.2, nejvíce času tráví program právě touto problematikou. Pokud by se tedy po-
dařilo tuto část hardwarově akcelerovat, došlo by k výraznému urychlení celkového běhu
programu. Stejně tak by pomohla implementace nějaké struktury urychlující výpočet prů-
niku paprsku s objekty. Jako třeba BVH (Bounding Volume Hierarchy), popsané v knize
[8], které urychlují celkový chod metody.
Dále by bylo vhodné přidat do programu další modely. Nyní je možné využít 6 modelů
sklenic, 9 druhů alkoholu a 4 modely dalších objektů (led, brčko, lžička, oliva). Přidání da-
lších modelů by rozšířilo možnosti programu. Dosavadní modely jsou použity pro názornost
funkčnosti programu.
Stejně tak by mohlo být přidáno více textur, jež je možné použít pro plochy, které
ohraničují scénu. Nyní je přítomno pouze minimum textur, které slouží jen pro názornost
chodu programu. Aby byl však program lépe využitelný, musel by obsahovat větší množství
textur.
Hlavním problémem programu je, že nedokáže simulovat kaustiky, které jsou ve skuteč-
nosti u sklenic velice časté. Aby však bylo možné simulovat i kaustiky, bylo by zapotřebí
implementovat jinou metodu jak sledování paprsků. Například metody sledování fotonů
nebo fotonové mapy by si s kaustikami dokázaly poradit, ale jednalo by se o náročnější
metody, které by potřebovaly více času a paměti pro výpočet. Metoda sledování paprsků
je až na tuto skutečnost plně dostačující a poskytuje fotorealistické výsledky.
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Obrázek 5.1: Sklenice na koňak
Obrázek 5.2: Martini s olivou
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Obrázek 5.3: ”Panák”griotky
Obrázek 5.4: Vysoká sklenice s brčkem
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poster.pdf – plakát v elektronické podobě
README.txt – detailnější popis obsahu CD a návod na spuštění programu
thesis.pdf – písemná zpráva v elektronické podobě
executable – program ve spustitelné podobě pro prostředí CVT FIT
sources – zdrojové texty programu




Plakát prezentují dosažené výsledky práce
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