Web Application for Suctions, Companies Search and Evaluation by Kürti, Szabolcs
VYSOKÉ UČENÍ TECHNICKÉ V BRNĚ 
BRNO UNIVERSITY OF TECHNOLOGY 
FAKULTA INFORMAČNÍCH TECHNOLOGIÍ 
ÚSTAV INFORMAČNÍCH SYSTÉMŮ 
FACULTY OF INFORMATION TECHNOLOGY 
DEPARTMENT OF INFORMATION SYSTEMS 
WEBOVÝ PORTÁL PRO AUKCE, VYHLEDÁVÁNÍ A 
HODNOCENÍ FIREM  
BAKALÁŘSKÁ PRÁCE 
BACHELOR´S THESIS 
AUTOR PRÁCE   SZABOLCS KÜRTI 
AUTHOR 
BRNO 2009   
 
 
 1 
 
VYSOKÉ UČENÍ TECHNICKÉ V BRNĚ 
BRNO UNIVERSITY OF TECHNOLOGY 
 
 
 
 
 
FAKULTA INFORMAČNÍCH TECHNOLOGIÍ 
ÚSTAV INFORMAČNÍCH SYSTÉMŮ 
FACULTY OF INFORMATION TECHNOLOGY 
DEPARTMENT OF INFORMATION SYSTEMS 
 
 
 
 
 
WEBOVÝ PORTÁL PRO AUKCE, VYHLEDÁVÁNÍ A 
HODNOCENÍ FIREM 
WEB APPLICATION FOR SUCTIONS, COMPANIES SEARCH AND EVALUATION 
BAKALÁŘSKÁ PRÁCE 
BACHELOR‘S THESIS 
 
AUTOR PRÁCE    SZABOLCS KÜRTI 
AUTHOR 
 
VEDOUCÍ PRÁCE   ING. LADISLAV RUTTKAY 
SUPERVISOR 
 
 
BRNO 2009   
 2
Abstrakt 
Tato bakalářská práce se zabývá tématem vytváření informačních systémů. Cílem bylo vytvořit 
prakticky použitelný webový portál pro aukce, vyhledávání a hodnocení firem. Práce obsahuje 
důkladnou analyzu, detailní návrh přes implementování jednotlivých částí systému až po vytvoření 
uživatelského rozhraní a návrh designu. V práci popisuji také problematiku vývoje softwaru dle 
zvoleného modelu.  Systém byl implementován pomocí technologií C#, ASP .NET, LINQ, objektově-
relačního mapování a skriptovacího jazyku JavaScript. 
 
 
 
Abstract 
This bachelor’s thesis deals with creation of information systems. The aim of this project was to create 
a usable web portal for auctions, company search and evaluation. This paper contains a detailed 
analysis on requirements, the main concept and implementation of the solution. In this thesis I also 
present how can developers benefit from the usage of spiral model of software development. The 
system was implemented by the following technologies: C#, ASP .NET, LINQ, object-relational 
mapping and JavaScript.     
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1. Úvod 
V dnešnej dobe internet hraje dôležitú úlohu v živote človeka. Vyľadávanie firiem a služieb 
cez webové portáli sa stáva bežnou súčasťou každodenného života. Hlavným dôvodom je pohodlnosť, 
šetrenie časom a efektivita. Ľudia čím ďalej tým viac radi obchodujú cez internet. Nielen prijímajú 
informácie ale ich aj tvoria. Môj webový portál pre vyhladávanie firiem a aukcií sa snaží vyhovieť 
práve týmto rastúcim požiadavkám. 
V druhej kapitole sa zaoberám analýzou návrhu. Podrobne popisujem ako fungujú aukcie na 
mojom portáli. Vysvetľujem prečo som zvolil technológiu .NET ASP pre riešenie danej problematiky. 
Prezentujem výhody použitia trojvrstvovej architektúry na ktorej je založená celá aplikácia. Na konci 
tejto kapitoly popisujem štruktúru a chovanie vybraných častí systému pomocou UML diagramov. 
Tretia kapitola je zameraná na proces vývoja sofvéru, obsahuje jeho definíciu a popis 
vybraného modelu, ktorý som používal pri riešení tejto bakalárskej práce. Postupne rozoberám 
jednotlivé kroky vývoja podľa vybraného modelu a vysvetľujem aké výhody prináša jeho použitie. 
Štvrtá kapitola obsahuje popis implementácie. Na začiatku predstavujem použité technológie 
ako LINQ a objektovo-relačné mapovanie, ktoré sú základnými článkami mojej aplikácie. Potom 
popisujem ako som implementoval jednotlivé vrstvy podľa trojvsrtvovej architektúry a znázorňujem 
ich najdôležitejšie časti: triedy, komponenty ktoré riešia základné úlohy. 
Piata kapitola sa zaoberá s dizájnom aplikácie. Popisujem hlavné princípy dobrého web-
dizájnu a prezentujem ako som ich uplatnil pri navrhnutí vzľadu mojej aplikácie.  
V poslednej kapitole som hodnotil, v akej miere sa mi podarilo implementovať navrnutý 
systém. Pritom som zhrnul i možné rozšírenia, ktorými by bolo možné vylepšiť môj webový portál.      
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2. Analýza návrhu 
V tejto časti mojej práce najprv analyzujem požiadavky na systém a prezentujem návrh 
štruktúry a chovania systému pomocou rôznych UML diagramov. Naposledy ukážem aj príklad na to, 
ako som navrhol uživatelské rozhranie aplikácie. 
2.1. Analýza požiadaviek 
Mojou úlohou je navrhnúť a implementovať webovú aplikáciu pre aukcie, vyhľadávanie a 
hodnotenie firiem. Cieľom našej aplikácie je, aby umožnil diskúziu medzi firmami a zákazníkmi, aby 
uľahčila stretnutie tých ktoré služby alebo produkty ponúkajú a tých ktorý ich potrebujú. Verím, že 
spätná väzba od zákazníkov bude zvyšovať úroveň firmami ponúkanych služieb. Do centra pozornosti 
sa dotanú tie firmy, ktoré ponúkajú kvalitnejšie služby a produkty. Profil môjho riešenia som vytvoril 
na základe skúmania trhu a niektorých webových stránok ktoré poskytujú podobné služby. Činnosť 
našej aplikácie môžeme rozdeliť na tri hlavné časti:  
• prevádzkovanie aukcií 
• vyhľadávanie firiem 
• hodnotenie firiem 
2.2. Hodnotenie firiem 
Hodnotenie firiem zahŕňa diskúziu o firmách a hodnotenie známkou. Každý  užívateľ môže 
hodnotiť firmu jednou známkou, ako v škole. Známka má vyjadriť spokojnosť užívateľa danou 
firmou, pritom užívatel môže vyjadriť svoje myšlienky aj v textovej podobe. Firma samozrejme môže 
na to reagovať. Do diskúzie sa môžu zapojiť aj ďalšie firmy a zákazníci. Takto sa vytvára konverzácia 
medzi firmami a užívateľmi ktorú môže sledovať každý návštevník a takto môže získať informácie o 
firme a jeho prístupu k zákazníkom.  
2.3. Vyhľadávanie firiem 
Pri vyhľadávaní firiem kľúčové úlohy hrajú: 
• kategória a podkategória činnosti firmy 
• kľúčové slová v popise činnosti  
• lokalita firmy 
Každú firmu môžeme začleniť podľa činnosti do určitej kategórie a podkategórie. U 
niektorých firiem je potrebné aby ich bolo možné začleniť zároveň do viacerých kategórií a 
podkategórií. Napríklad jeden hotel patrí samozrejme do kategórie „Cestovný ruh“ aj do podkategórie 
„Hotel“, ale hotel môže prevádzkovať i napr. tenisový kurt ktorý je dostupný nielen pre ubytovaných. 
V tomto prípade firma právom môže požadovať začlenenie aj do kategórie „Šport a voľný čas“, 
podkategórie „Tennis, squash“.  
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Vyhľadávanie ako výsledok nám dáva krátke profily firiem (názov, logo, popis, kontakty ). To 
znamená, že naša stránka funguje aj ako reklamná plocha pre zaregistrované firmy. Z finančného 
hľadiska to znamená, že môžeme vytvoriť rôzne typy účtov do ktorých sa firmy môžu zaregistrovať 
po zaplatení registračného poplatku. Takto získané finančné prostriedky môžeme investovať do 
prevádzkovania webovej stránky. Naša aplikácia ponúka pre firmy dva typy účtov:  
• obyčajný  
• premium   
Registrácia do účtu typu „obyčajný“ bude zadarmo. Tento účet tiež umožní firmám sa zapojiť 
do diskúzií, ale ponúka menšiu reklamnu plochu ako účet typu „premium“. Firmy s rozšíreným účtom 
dostanú možnosť reprezentovať svoju činnosť aj pomocou obrázkov, príp. videom a len oni sa môžu 
zúčastniť na aukciách a spustiť vlastné aukcie. Takto sa snažíme nabádať firmy aby vybrali účet typu 
„premium“. 
2.4. Aukcia 
Môj webový portál bude fungovať aj ako aukčný portál. V tejto časti analyzujem typ aukcie 
ktorý som si zvolil pre môj portál a popisujem ho do podrobností. 
Aukcia je spôsob predávania a kupovania tovaru a služieb formou licitovania. Predávajúci 
ponúka predmet aukcie na predaj a kupujúci môžu na to licitovať. Aukcie  v našom  prípade  nebudú  
klasické,  nechceme  cenu  predmetu  zvyšovať,  ale znižovať. Predmetom aukcie bude nejaká práca 
ktorú chce zákazník dať zhotoviť (napr.: výmena starých okien na rodinnom dome za nové plastové, 
alebo jedna základná škola hľadá autobus so šoférom na školský výlet). Účastníci licitovania uvádzajú 
svoje cenové ponuky na vykonanie práce. V našom prípade spustiteľ aukcie bude kupujúcim a tí ktorí 
licitujú sú dodávatelia.  
Existujú rôzne typy aukcií, ktoré sú široko používané na trhu. Preštudoval som ich hlavné typy 
ako napr.: Anglická auckia (English auction), Holandská aukcia (Dutch auction), aukcia typu Vickrey 
(Vickrey auction), atď, ale žiadny z nich nevyhovovalo presne úlohou určeným požiadavkám. Preto 
som sa rozhodol vypracovať môj vlastný typ aukcie, ktorý budem používať na mojom akčnom portáli. 
2.4.1. Charakteristika používaného typu aukcie 
Moju aukciu najlepšiu môžem charakterizovať ako obrátenú anglickú aukciu s menšími 
rozdielmi. 
Spustenie aukcie 
Majiteľ aukcie pri dražbe vyhlási predmet na licitovanie, popisuje čo by potreboval zhotoviť 
o akú službu má záujem, zaradí aukciu do jedného z kategórií, určuje maximálnu cenu a prípadne 
i cenový pokles (bid decrement). Maximálna cena určuje že spustiteĺ aukcie akú najvyššiu cenu je 
ochotný akceptovať. Cenový pokles znamená, že účastník aukcie o akú čiastku musí podať lepšiu 
ponuku ako je predchádzajúca ponuka. Keď firma A je ochotná vykonať prácu za cenu x tak 
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nasledujúca ponuka nemôže byť väčšia ako x – cenový pokles. Každá aukcia samozrejme má začiatok 
a konec. Ako začiatok aukie, môže majiteľ určiť aj ako neskorší termín. Takto vytvorená aukcia bude 
viditeľná na portáli s poznámkou, že ešťe nie je aktívna. Potencionálni účastníci môžu aukciu len si 
prezrieť, ale licitovať ešte nie. 
Filtrovanie účastníkov aukcie podľa lokality 
Pri vytvorení aukcie je možné nastaviť filter, ktorý povoľuje účasť na dražbe len pre tých, 
ktorí sú z určitej lokality. Lokalitu je možné určiť na základe vybraného kraja prípadne viacerých 
krajov i na základe miest. Keď filter ostane prázdny to znamená, že účastníci sú vítani na dražbe 
z celej krajiny. Pridaním názvu lokality do filtra môžeme zúžiť množinu potencionálnych účatníkov na 
tú-ktorú lokalitu. 
Modifikácia bežiacej aukcie 
Aukciu má pod plnou kontrolou majiteľ aukcie – užívatel kto vytvoril a spustil aukciu. 
Modifikovať nastavenia aukcie môže len on, avšak aj jeho práva sú obmezené a to nasledovne. 
Po vytvorení a spustení aukcie nie je možné zaradiť aukciu do inej kategórie, ani zmeniť jej 
názov, alebo popis predmetu dražby. To hlavne z dôvodu, že takto by bolo možné zmeniť vlastne 
predmet aukcie, čo nie je akceptovatelné z hľadiska licitujúcich. Možné je ale zmeniť nastavenie ktorý 
určí koniec aukcie. Majiteľ má právo koniec posunúť do oboch smerov. Aukciu môže predlžovať 
alebo keď koniec aukcie nastaví na dátum v minulosti  tým vlastne uzavre dražbu a výhercom aukcie 
sa stane ten, ktorý mal najlepší licit v momente uzavretia. 
Spustiteľ aukcie pred skončením dražby môže aukciu zrušiť. Po skončení aukcie dražbu 
považujeme za uzavretú. Uzavretú aukciu už nie je možné zrušiť a nie je možné poslať na ňu ďalšie 
licity. 
Spôsob licitovania 
Pri licitovaní sa postupuje nasledovne: potencionálny účastník aukcie vyhľadáva medzi 
dražbami podľa zadaných kritérií. Vyberie aukciu o ktorú má záujem. Keď aukcia je aktívna 
a potencionálny účastník smie podávať licity (nie je vyfiltrovaný podľa lokality, alebo inak) tak môže 
postupovať ďalej a podávať svoju ponuku. Ponuku tvoria dve základné veci:  
• finančná čiastka za ktorú je ochotný predmet aukcie splniť – vykonať prácu alebo poskytovať 
službu 
• pripomienka – účastník ku každému licitu môže pridať  pripomienku. Obsahom pripomienky 
môže byť napríklad to, aké ďalšie zľavy môže poskytnúť objednávateľovi keď on vyhrá 
aukciu. 
Finančná čiastka ponuky nemôže byť vyššia ako čiastka aktuálne najlepšej ponuky mínus 
cenový pokles. Keď ide o prvú ponuku v rámci dražby tak stačí ponúkať vyvolávaciu cenu, ale už 
v provom kroku má účatník možnosť výrazne znížiť cenu. Z dôvodu, aby sme zabránili zneužitiu tejto 
vlastnosti, účastník aukcie, ktorý podal ponuku, už to nemá možnosť zrušiť. Bude to preňho záväzné. 
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Príkladom na zneužitie by mohlo byť napr. že niekto výrazne zníži cenu v jednej aukcii, tým zabráni 
aby sa ostatní potencionálni účastníci pripojili do aukcie. Potom tesne pred koncom aukcie by zrušil 
svoju ponuku a podal by ďalšiu ktorá by bola oveľa vyššia ako predchádzajúca. 
Viditeľnosť a správa ponúk 
Všetky ponuky vidí len majiteľ aukcie. Ten, kto podá ponuku nevidí ponuky ostatných, ani to 
že kto sú ostatní účastníci aukcie. Z tohto hľadiska tento typ aukcie sa môže charekterizovať ako 
anonymná, zo strany spustiteľa už nie, pretože on presne vie, ktorú ponuku kto podal. Ten ktorý chce 
licitovať vidí len to, že aká je finančná čiastka aktuálne najlepšej ponuky a to že aký je cenový pokles. 
Pritom samozrejme môže si prezrieť históriu svojich ponúk. Ponuky po podaní má možnosť zrušiť len 
majiťel aukcie. On môže rozhodnúť o zrušení napríklad kvôli tomu, že daný účastník nie je preňho 
sympatický. Raz zrušenú ponuku už nie je požné znovu aktualizovať. 
Uzavretie auckie 
Aukcia sa vyhodnocuje po jeho skončení. Výhercom aukcie sa stane ten účastník ktorý má 
v momente uzavretia dražby najlepšiu aktívnu ponuku.  
2.5. Vyberanie platformy pre aplikáciu 
Návrh a implementácia riešenia je založená na metodológii objektovo orientovaného 
programovania. Vytvorenie komplexných systémov vyžaduje veľkú mieru flexibility, udržovateľnosti 
a rozšíriteľnosti ktorú môžeme dosiahnuť len s použitím objektovo orientovaného prístupu. Platforma 
riešenia nebola zadaná. Vývojár v dnešnej dobe si môže vybrať z rôznych objektovo orientovaných 
technologii, ako: 
• PHP5 
• ASP .NET 
• Java Server Pages 
Pri výbere platformy je často rozhodujúca, že aké predošlé skúsenosti má vývojár s danou 
technologiou. Vybral som technológiu firmy Microsoft napriek tomu, že mám väčšie kúsenosti s 
programovacím jazykom PHP. Rozhodol som sa pre ASP  .NET preto, lebo chcem sa naučíť použiť 
túto technológiu a ako vývojár webových aplikácií už som narazil na niektoré nedostatky jazyka PHP. 
Visual Studio ako inteligentné vývojové prostredie, C# ako programovací jazyk ktorú môžem 
používať na riešenie problémov sú ďalšími silnými výhodami technológie ASP .NET. Má svoje 
výhody aj jazyk PHP, je tiež vhodný na realizáciu komplexných riešení, ale ja vidím obrovské 
možnosti ohľadom  flexibility, udržovateľnosti, rozširovateľnosti a bezpečnosti aplikácie vytvorenej 
pomocou technlógie ASP. 
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2.6. Trojvrstvová architektúra 
V tejto časti budem prezentovať návrh komplexnej aplikácie zložený z mnohých komponentov 
na odlišných úrovniach abstrakcie. Pri rozdelení aplikácie na rôzne vrstvy je mojím cieľom dosiahnuť 
nasledovné:  
• Zmena jednej časti riešenia má len minimálny vplyv na ostatné časti a vďaka tomu redukuje sa 
množstvo práce potrebné pre lokalizácie a opravy chýb, tzn. na urdžovanie aplikácie. 
• Rozdelenie úloh medzi komponentami zvyšuje flexibilitu celého riešenia. 
• Komponenty používané v aplikácii sú znova použiteľné v iných aplikáciach. 
• Jednotlivé komponenty je možné nezávisle od seba udržovať, aktualizovať a rozšíriť.  
• Kvôli tomu aby webová aplikácia bola bezpečná a súčasne aj dosažiteľná celú aplikáciu treba 
aj fyzicky rozčleniť na viaceré časti, pritom časti ktoré sú z hľadiska bezpečnosti citlivé 
môžeme umiestniť za firewall, ostatné môžu byť prístupné cez internet.  
Jednotlivé vrstvy sú usporiadané vertikálne a každá vrstva využíva služby nižšej vrstvy. Moja 
aplikácia je postavená na základe trojvrstvovej architektúry a to nasledovne:  
• Prezentačná vrstva 
• Aplikačná vrstva 
• Datová vrstva 
2.6.1. Prezentačná vrstva 
Prezentačná vrstva obsahuje uživateľské rozhranie aplikácie. U webových aplikácií sú to 
webové stránky postavené z ASP.NET komponentov. Technológia  .NET umožní aj konštrukciu 
vlastných komponentov v prípade že zabudované štandardné prvky nevyhovujú našim požiadavkám. 
Tieto komponenty slúžia na zobrazenie informácií čerpaných z nižších vrstiev, alebo umožnia pre 
užívateľa zadať údaje, ktoré potom budú predané do nižších vrstiev.  
2.6.2. Aplikačná vrstva 
Aplikačná vrstva riešenia  implementuje aplikačnú logiku. Aplikačná vrstva je postavená z 
nasledujúcich prvkov:  
• aplikačné komponenty 
• aplikačný tok 
• aplikačné entity 
Procesy ktoré prebiehajú v aplikácii sú zapúzdrené v aplikačnom toku. V záujme toho aby 
bola určitá úloha vykonaná v rámci jedného aplikačného toku, môžu spolupracovať rôzne aplikačné 
komponenty napr.: pri licitovaní spolupracujú komponenty „aukcia“ a „firma“. Aplikačné entity sú 
vlastne dátové kontajnery ktoré slúžia na výmenu informácií medzi aplikač
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2.6.3. Dátová vrstva 
Dátová vrstva oddelí aplikačnú vrstvu od riešení ktoré sme používali na ukladanie dát. Pre 
aplikačnú vrstvu zprístupňuje potrebná dáta a utají podrobnosti získania tých dát z rôznych zdrojov. 
Naša aplikácia ukladá informácie do relačnej databázy a niektoré nastavenia do XML súborov.  
 
 
2.7. Modelovací jazyk UML 
Vývoj systému, v tomto prípade webového portálu, zahrňuje proces vytvorenia systému ktorý 
vyhovuje stanovanem požiadavkám. Podstatne požiadavky označujú problémy ktoré musíme riešiť, 
systém reprezentuje riešenie na adresované problémy, a vývoj systému je proces riešenia problémov. 
Prirodzené jazyky sa používajú na komunikáciu požiadaviek. Programovacie jazyky ( C#, XML, SQL, 
…) sa používajú na podrobný popis systému z technologickej strany. Implementácia je vlastne popis 
systému pomocou programovacích jazykov. Medzi tie dva jazyky s ktorými môžeme popisovať 
systémy je veľká mezera a preto používame UML na premostnenie rozdielov medzi požiadavkami a 
systémom. UML je univerzálny vizuálny jazyk pre modelovanie a popis predmetov pomocou 
diagramov a textov. V rámci UML existujú rôzne modely, ktoré komunikujú rôzne aspekty predmetu. 
Modely vytvárajú väčšie logické celky. Určitá časť modelov popisuje:  
• štruktúru systému (Structural modelling) 
• správanie sa (Behavioral modelling) 
obrázok 2.6.3.a: grafická podoba trojvrstvovej architektúry  
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Vnasledujúcej časti sa pokúsim prezentovať môj systém čo najpodrobnejšie, z rôznych 
pohľadov, pomocou UML diagramov.  
2.7.1. Diagram prípadov použitia 
Diagram prípadov použitia modeluje funckionalitu systému. Používa sa hlavne pri zbieraní 
požiadaviek, definuje aké služby by mal systém umožniť pre užívateľov s rôznymi prístupovými 
právami. Jednou z najväčších výhod použitia takýchto diagramov v procesu vývoja systémov je, že 
vyzdvyhne, ktoré prípady použitia sú spoločné pre rôznych aktérov. Pomocou tejto informácie 
môžeme tie časti systému implementovať len raz a potom znovu používať kde je to potrebné. Niektoré 
z aktérov sú reálne, ďalšie sú abstraktné. Reálne aktéry sú ozajstné časti systému. Na aplikačnej vrstve 
existujú objekty na ich reprezentáciu, na dátovej vrstve sú reprezentované databázovými tabuľkami. 
Abstraktných aktérov som používal na zobrazenie generalizácie, na vyjasnenie dedičnosti aktérov. 
Reálne aktéry sú nasledovné: 
• Administrator – administrátor  
• Customer – užívateľ  
• Company – firma  
• Premium Company – firma typu premium 
Abstraktné aktéry sú:  
• Visitor – návštevník  
• Registered User – registrovaný užívateľ 
Naša aplikácia sa skladá z verejných a z privátnych častí. Verejné stránky sú dostupné pre 
každého návštevníka a umožnia: 
• vyhladávať firmy a zobraziť ich profily,  
• vyhladávať a zobraziť aukcie. 
Návštevník (Visitor) je najobecnejšou triedou aktérov. Každá ďalšia trieda aktérov je 
špecializáciou tejto triedy. Následník v generalizácii má vždy prístup k možnotiam jeho predkov. Je to 
obecná dedičnost, známa z objektovo orientovaných programovacích jazykov.Administrátor  spravuje  
celý  systém.  Má  kontrolu  nad  uživateľmi,  firmami,  spravuje aukcie a diskusie, môže zmeniť 
nastavenie webovej aplikácie. Každý kto sa zaregistruje (Registered User), môže poslať komentáre a 
spravovať svoje dáta. Registrácia je rôzna pre firmy a užívaťelov. Uživateľia sa môžu zaregistrovať 
sami, po vyplnení potrebných údajov. Pre firmy je to trochu zložitejšie. Firmy môžu žiadať o 
registráciu po vyplnení prihlasovacieho formulára. Adminstrátor potom overí, či firma zadala správne 
údaje, a pridá firmu do databázy. Firmy si môžu vybrať z dvoch typov účtu. Jednoduchší typ 
(Company) ponúka menšiu reklamnú plochu a umožní zapojiť sa do diskúzií. Premium účet (Premium 
Company) ponúka väčšiu reklamnú plochu a pritom umožní firmám zúčastniť sa na aukciách. Užívatel 
(Customer) má právo na spustení aukcií a pritom môže firmy hodnotiť, ale každú firmu len raz, aby 
sme neumožnili zneužitie tejto možnosti. 
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2.7.2. ER-diagram 
Entitno-relačný diagram sa najčastejšie používa na modelovanie architektúry relačnej databázy 
do ktorého bude aplikácia ukladať perzistentne dáta alebo z ktorej bude čerpať potrebné údaje. Entity 
určia že o akých „objektoch“ bude naša databáza spravovať informácie - atributy. Relácie znázorňujú 
vzťahy medzi entitami. Je veľmi podstatné kvalitný návrh dátovej architektúry. Riešenia, ktoré 
používame pri návrhu databázových tabuliek ovplyvňuje možnosti celej aplikácie. Keď niektoré dáta 
nemáme vôbec, tak nemôžeme ich ani prezentovať na prezentačnej vrstve.  
V centre diagramu nájdeme entitu firma (Company). Každá firma má atribúty pre prihlásenie 
(Username, Password). Keď chceme firmu odregistrovať, nemôžeme odstrániť z tabuľky „firma“, lebo 
počas jej existencie mohla vytvoriť ostatnými entitami vzťahy, ktorých nemôžeme zrušiť bez 
narušenia konzistencie databázy. Na riešenie tohto problému používame atribut „aktivný“ (IsActive). 
Nastavením logickej hodnoty pravdivý alebo nepravdivý môžeme firmy odregistrovať, alebo znovu 
obrázok  2.7.1.a: diagram prípadov použitia  
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zaregistrovať. Pre firmy ponúkame viac typov účtov, ale každú firmu ukladáme do tej istej 
databázovej tabuľky, aby bol náš systém čo najprehľadnejší. Z toho vyplýva aj to, že nastavením 
atribútu „typ  účtu“ (AccountType) jednoducho môžeme presúvať firmy medzi účtami, keď firma 
rozhodne zmeniť typ účtu. Každá firma môže patriť do viacerých podkategórií a tak aj do viacerých 
kategórií. To umožní veľmi dobrú flexibilitu. Táto časť slúži na vyhľadávanie firiem podľa kategórie a 
podkategórie činnosti. Na prezentáciu firmy slúžia atribúty:  
• Názov firmy (Name), 
• Popis činnosti (ShortDesc, LongDesc ), 
• Kontakty ( ContactPerson, Email, Phone, Fax ), 
• Odkaz na webovú stránku (Web) 
Horeuvedené informácie sú textové, pritom každá firma typu prémium môže spravovať aj 
vlastnú galériu obrázkov pomocou databázovej entity „obrázok“ (Picture).  
Príspevky (Comment) sú viazané dvakrát k uživateľom a tiež dvakrát k firmám. Tie vzťahy 
znázorňujú že kto poslal príspevok a koho kommentoval s príspevkom. Pritom entita príspevok má aj 
referenciu na sama seba. Každý príspevok môže (ale nemusí) byť reakciou na prechádzajúci 
kommentár, takto môžeme usporiadať príspevky do konferencie.  
Naša databáza bude obsahovať i tabuľku známka (Mark). Pomocou nej môžu užívaťelia 
hodnotiť firmy. U každej známke sú registrované údaje: hodnota známky (Value), kto hodnotil a kto 
dostal známku. To umožní i zmeniť hodnotenie pre užívateľa napr. na základe toho, že získal ďalšie, 
od predošlích odlišné skúsenosti s danou firmou. 
Zákazníci môžu spustiť aukcie. Každá aukcia má práve jedného spustiteľa. Každá aukcia má 
titulku (Title) a popis (Desc). Akcie sú časovo obmedzené, majú začiatok (Started), konec aukcie značí 
atribút konec (Deadline), pritom aukcie môžu byť aj zrušené (Canceled). Na aukcii sa môžu zúčastniť 
firmy a podávať licity. Licit môže byť zrušený pred koncom aukcie podávateľom alebo majiteľom 
aukcie (napr. keď majiťel aukcie nechce obchodovať s danou firmou). Po skončení akcie keď prišiel 
aspoň jeden platný licit, tak tento licit označíme ako výhernú. Pomocou toho, že každý licit patrí práve 
jednej firme zistíme i firmu, ktorá vyhrala aukciu. Ohľadom aukcií môžeme ešte spomenúť, že nie 
každá firma je povolená sa zúčastniť na každej aukcii. Spustiteľ aukcie môže vybrať určitú lokalitu, 
kraj alebo viacerých krajov, ale aj jednotlivé mestá z ktorých čaká firmy. Túto funkciu implementuje 
entita „pravidlo“ (Rule), ktorá spojuje entity aukcia (Auction), kraj (County) a mesto 
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obrázok  2.7.2.a: ER-diagram  
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2.7.3. Diagram časovania 
Diagram časovania zobrazí, že ako spolupracujú v čase objekty rôznych tried systému na 
riešení niektorých problémov. Doleuvedený obrázok znázorňuje ako prebieha licitovanie, aké kontroly 
sú prevádzané. Diagram je rozdelený vertikálne na dve časti : 
• účastník – Instancia triedy „firma” (Company) 
• aukcia – Instancia triedy „aukcia“ (Auction) 
Obidve časti sú vertikálne ďalej rozložené na viaceré dielčie časti, ktoré znázorňujú stavy 
objektov diagramu. Vertikálne hranaté čiary zobrazujú prechod medzi rôznymi stavmi v čase. 
Licitovanie sa začína tým, že firma vyberie aukciu na ktorej sa chce zúčastniť. Objekt aukcia“ 
kontroluje, či daná firma má právo na licitovanie (účastníci môžu byť filtrované napr. podľa lokality). 
Po kontrole prístupu firma môže pripraviť svoj licit, ktorý pošle na aukciu. Objekt „aukcia“ kontroluje, 
či licit, ktorý chce firma podať, vyhovuje stanoveným podmienkam. Tu by som pripomenul, že nestačí 
navrhnúť uživateľské rozhranie tak, aby nebolo možné podať nesprávny licit. Kontrola správnosti 
údajov od užívateľa je dôležitá z hľadiska bezpečnosti a udržania konzistencie v databáze, čo je 
základom správnej funkcionality aplikácie. Po overení správnosti licitu zaregistrujeme nový licit a 
obidva objekty sa môžu vrátiť do stavu nečinnosti. 
 
 
2.7.4. Uživatelské rozhranie 
Pri návrhu oživatelského rozhrania webovej stránky najprv sa musíme rozhodnúť, že z akých 
prvkov zostavíme stránku, na aké logické časti rozdelíme a aké ovládacie prvky budeme používať. 
Nasledujúci diagram nezodpovedá špecifikácii UML. Je odvodený z diagramu aktivít, ktorý patrí do 
obrázok  2.7.3.a: diagram časovania  
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tohto modelovacieho jazyka. Tento odvodený diagram je veľmi vhodný na návrh uživatelského 
rozhrania webových aplikácií. Diagram sa skladá z nasledujúcich prvkov:  
• Vstupný bod (Initial nod) – vstupný bod do diagramu  
• Konečný bod (Final nod) – výstupný bod z diagramu  
• Stránka (Page) – reprezentuje webovú stránku  
• Rámec (Frame) – logická časť stránky  
• Akcia (Action) – reprezentuje akciu, ktorú môže previesť užívateľ alebo systém  
• Výnimka (Exception)  
• Konnektor (Connector) – konnektory sa používajú na rozdelenie celého diagramu na menšie 
časti. Správnym spojením jednotlivých konektorov dostaneme diagram celého systému.  
Následujúci obrázok modeluje štartovaciu stránku, stránku ktorú uvidí návštevník prvýkrát po 
zadaní adresy aplikácie do prehliadača. 
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obrázok  2.7.4.a: návrh užívateľského rozhrania hlavnej stránky  
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Hlavná stránka je rozdelená na štyri časti: 
• hlavička  
• sekcia pre užívateľov  
• sekcia pre firmy  
• päta  
Hlavička bude obsahovať logo firmy ktorá prevádzkuje stránku a vyhľadávací  formulár pre 
aukcie a firmy. Môže obsahovať i reklamy a ďalšie dizájnové prvky. Päta bude obsahovať linky na 
dôležité dokumenty ako napr.: často kladené otázky, podmienky použitia, mapa stránok a ďalšie. 
Sekcia pre užívateľov ponúka rôzne služby. Návševníci tu môžu vyhľadávať firmy podľa kategórie. 
Pre  registrovaných užívateľov je určený prihlasovací formulár s pripomínačom hesla. Pre 
neregistrovaných návštevníkov stránka ponúka možnosť registrácie. Časť stránky určená pre firmy 
informuje záujemcov o možnostiach stránky. Pre registrované firmy je tu prístup k účtom, pre nových 
zákazníkov formulár na žiadosť o registráciu. Táto časť obsahuje i indikátor toho, že aký úspešný je 
tento projekt: vymenujeme najnovších partnerov a aukcie, zobrazujeme počet registrovaných firiem a 
užívaťelov. V tejto sekcii som prezentoval ako som navrhol hlavnú stránku aplikácie. Samozrejme 
aplikácia sa skladá viacerých stránok a podrobný návrh každej stránky môže byť časovo náročný. 
Práca ktorú investujeme do modelovania sa vyplatí, lebo minimalizuje problémy spôsobené 
neskoršími úpravami. Táto zásada platí nielen pri návrhu uživatelského rozhrania ale i pri návrhu celej 
aplikácie. 
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3. Proces vývoja softvéru 
Proces vývoja softvéru je množina aktivít, ktorých konečným výsledkom je sotvérový 
produkt. V procesu vývoja softvéru požiadavky užívateľa sa transformujú na požiadavky na 
softvérový produkt. Na základe týchto požiadaviek sa vypracuje návrh, ktorý sa v ďalšej fáze 
implementuje. Výsledok implementácie sa po otestovaní odovzdá objednávateľovi. Proces vývoja 
softvérového produktu sa ale nekončí úspešným implementovaním riešenia ani uvedením do 
prevádzky. Analýzou vývojovej činnosti softvéru sa ukázalo, že časovo aj finančne je najnáročnejší 
prevádzka a údržba systému (produktu). Životný cyklus softvéru sa dá rozčleniť na následujúce etapy: 
• Analýza a špecifikácia požiadaviek 
• Architektonický a podrobný návrh 
• Implementácia 
• Integrácia a testovanie 
• Prevádzka a údržba 
3.1. Model životného cyklu softvéru 
Model životného cyklu softvéru definuje, že ktoré kroky (etapy) je nutné vykonať a presne 
určuje časovú následnosť jednotlivých krokov. Pre každú etapu sú definované vstupy a výstupy podľa 
ktorých sa dá vyhodnotiť správnosť každého kroku. Hlavným cieľom použitia modelov životného 
cyklu je zvýšenie produktivity a kvality. Tieto modely pomáhajú, aby vývojári softvérového produktu 
mali proces vývoja pod kontrolou. Najdôležitejšie je, aby použité zdroje pri vývoji neprekročili určité, 
vopred definované hranice tak finančných, ako časových prostriedkov a pritom výsledok splnil všetky 
požiadavky na kvalitu. 
Existuje niekoľko rôznych modelov životného cyklu softvéru. Každý z nich má svoje výhody 
aj nevýhody. Výber vhodného modelu môže byť problematický, nakoľko neexistuje projekt, ktorý by 
bol riadený presne podľa jedného z modelov životného cyklu. Pre moju bakalársku prácu som sa 
rozhodol použiť špirálový model, Táto metoda má snahu kombinovať výhody softvér dizájnu 
s prístupom z hora dole (top-down approach) a opačne (bottom-up approach). Špirálový model je 
veľmi vhodný na realizáciu časovo náročných projektov. 
3.2. Špirálový model životného cyklu softvéru 
Špirálový model vyvinul Barry Boehm, definoval ho v roku 1988 v článku "A Spiral Model 
of Software Development and Enhancement". Je založený na iterácii. Jednotlivé etapy vývoja 
sa opakujú. Jedna fáza procesu vývoja zahrňuje niekoľko etáp a na konci každej fázy je 
dostupný medzivýsledok ktorý sa dá otestovať. Na základe získaných skúseností môžeme 
ďalej pokračovať vo vývoji produktu. 
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3.3. Proces vývoja softvérového produktu na 
základe špirálového modelu 
V tejto časti budem prezentovať nielen obecné zásady, ktoré musíme dodržať pri vývoji na 
základe zvoleného špirálového modelu, ale popisujem i to, ako som uplatnil jednotlivé kroky pri 
realizácii mojej práce.  
3.3.1. Zber požiadaviek a vypracovanie základného konceptu 
Ako aj v ostatných modeloch, proces vývoja produktu sa začína zbieraním požiadaviek. 
V mojom prípade sa to začalo konzultáciou u vedúceho práce, ktorý mi podrobne vysvetlil zadanie 
práce, aké požiadavky má splniť výsledný produkt a pritom pridal som aj ja moje názory.  
Preštudoval som aj niekoľko už existujúcich produktov na trhu. Boli to hlavne webové stránky 
s databázou firiem ako napr. www.firmy.cz, alebo ktoré prevádzkujú aukcie www.ebay.com, alebo 
obrázok 3.2.a – grafická podoba špirálového modelu  
(zdroj:  ttp://en.wikipedia.org/wiki/File:Spiral_model_(Boehm,_1988).png)  
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ktoré sa snažia uľahčiť stretnutie dodávateľov a tých ktoré produkty a služby potrebujú ako napr. 
www.epoptavka.cz. 
Táto časť vývoja je často podcenená, ale mnohokrát sa už ukázalo, (hlavne pri väčších 
projektoch) že dôkladná analýza a špecifikácia problémov pomáha výrazne znížiť pradepodobnosť 
a mieru neskorších problémov. Tieto problémy sa dostanú na povrch  najčastešie počas etapy 
kódovania a predlžujú čas potrebný pre vývoj produktu,  tým zvyšujú i riziko prekročenia určeného 
limitu finančných prostriedkov. 
3.3.2. Analýza a plánovanie rizík 
Všetky naše činnosti môžu niesť v sebe určité riziko. Takisto ako v bežnom živote aj v rámci 
softvérového inžinierstva má riziko významnú rolu. Existujú rôzne definície pre vyjasnenie pojmu 
riziko. Jedna z definícií popisuje riziko ako pravdepodobnosť, že sa nepodarí dosiahnuť požiadavky na 
cenu, kvalitu alebo čas a zároveň je to dôsledok  zlyhania projektu. 
V našom prípade kde produktom je školský projekt (bakalárska práca) požiadavky na cenu 
môžeme zanedbať. Významú rolu hraje ale čas a kvalita výsledku. Kvalita samozrejme musí byť čo 
najlepšia, pritom je treba mať na zreteli, že termín odovzdania je pevne daný a nedá sa to posunúť. 
V každej fáze som analyzoval, aké časové riziko má pridanie novej funkcionality do systému. 
O pridaní alebo vynechaní som sa rozhodol tak, že porovnával som časové riziko a to že nová 
funkcionlita v akej miere by zvyšovala kvalitu môjho produktu. 
3.3.3. Vývoj a testovanie 
Treťou etapou je vývoj a testovanie. V tejto etape už máme dostupný medzivýsledok tzv. 
prototyp(zjednodušená verzia výsledného produktu) na ktorom sa dá otestovať správnosť 
funkcionality už hotových časti systému. Prebieha i analýza toho, ako spľňa prototyp dopredu 
definované požiadavky. 
3.3.4. Plánovanie nasledujúcej iterácie 
Na základe testových výsledkov v každej iterácii som pripravil plán ďalšieho rozvoja. Tento 
plán vždy sa dalo rozčleniť na tri hlavné časti: 
• oprava a ďalší rozvoj už existujúcich častí produktu 
• zoznam nových funkcionalít, ktoré chem pridať 
• testovací plán 
Testovací plán významne uľahčuje testovanie. V každej iterácii som pripravil testovací plán, 
ktorý obsahoval formálne či menej formálne popísané testy na overenie toho, či zmeny ktoré som 
vykonal sú správne, či produkt vyhovuje stanoveným požiadavkám a že nove pridané časti alebo 
zmeny neovplyvnili časti systému ktoré by nemali. 
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3.3.5. Shrnutie získaných skúseností 
Na základe skúseností získaných  pri vypracovaní programové časti mojej bakalárskej práce 
pomocou špirálového modelu môžem vyhlásiť, že vybral som model životného cyklu správne. Vďaka 
dodržiavania časového postupu jednotlivých krokov sa mi podarilo zhotoviť produkt, ktorý spľňa 
požiadavky ktoré boli na ne kladené a neprekročil som ani vopred definovanú časovú hranicu. 
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4. Implementácia 
V tejto kapitole sa snažím čo najlepšie popisovať moju implementáciu riešenia. Vyvetliť môj 
postup a vyjasniť akými problémami som sa stretol a ako som ich riešil. Budem postupovať z dola 
nahore od dátovej vrstvy po aplikačnej až do prezentačnej. Pred tým ešte priblížim technológiu LINQ 
a popisujem základné principy objektovo relačného mapovania. 
4.1. LINQ 
V tejto kapitole sa snažím čo najlepšie popísať a priblížiť túto technológiu a to preto, že táto 
technológia je jedným zo základných kameňov na ktorých som postavil riešenie tejto bakalárskej 
práce. 
4.1.1. Úvod do LINQ 
Microsoft Language Integrated Query (LINQ) ponúka nový spôsob na dotazovanie dát 
pomocou silne typovaných dotazov, ktoré dávajú ako výsledok silne typované výsledky. Tento jazyk 
je integrovaný priamo do jazyka (C# 3.0 alebo Visual basic 9) a bol predstavený spolu s .NET 
Frameworkem 3.5. V čase riešenia tejto bakalárskej práce ide teda o jednu z najnovších technológií.  
Microsoft LINQ definuje množinu operátorov, ktorých môžeme používať na dotazovanie, 
projekciu a filtrovanie dát, ktoré sú uložené v poliach, v objektoch, v xml,  v relačných databázach, 
alebo v iných dátových zdrojoch, ktoré boli vyvinuté v ďalších firmách. Je veľmi vhodný ho používať 
pretože umožnuje pracovať jednotným spôsobom s rôznymi typmi dát. Ďalšia výhoda pramení z toho, 
že LINQ je integrovaný do programovacieho jazyka ktorý používame a tým i dátové dotazy sú 
syntakticky kontrolované počas kompilácie. Na rozdiel napríklad od obyčajných SQL dotazov ktoré sú 
reprezentované v programovacom jazyku ako obyčajné textové reťazce. Na syntaktickú chybu v SQL 
dotaze často prídeme len vtedy, keď program už beží a SQL server hlási chybu, že daný príkaz 
nevedel vykonať. Písanie LINQ dotazov je veľmi jednoduché a pohodlné v takom vývojovom 
prostredí ako napr. Visual Web Developer 2008, ktorý pri písaní automaticky vykoná syntaktickú 
kontrolu. 
4.1.2. LINQ to SQL 
LINQ to SQL je implementáciou objektovo-relačného mapovania (O/RM) a je súčasťou .NET 
Frameworku. Objektovo relačné mapovanie definuje, ako môžeme modelovať štruktúru relačnej 
databázy pomocou tried v objektovo orientovanom programovacom jazyku. Existuje niekoľko riešení 
objektovo-relačného mapovania, LINQ to SQL je jedno z nich. 
Relačné databáze obsahujú perzistentné dáta. Pod pojmom perzistentné dáta rozumieme dáta, 
ktoré exitujú nielen počas priebehu programu ale aj po jeho skončení. Programy často pracujú s 
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perzistentními dátami: načítajú ich z dátového zdroja, spracujú ich a potom uložia späť aby boli 
prístupné aj na neskoršie spracovávanie.  
V relačných databázach dáta sú uložené v tabuľkách. Každá tabuľka obsahuje stľpce, ktoré 
môžu byť rôzneho typu. Pritom tabuľky môžu vytvoriť medzi sebou vzťahy (relácie). V objektovo 
orientovanom jazyku dáta sú zapúzdrené do objektov. Objekty sa vytvoria na základe ich triedy, môžu 
mať atribúty rôzneho typu a pritom objekty rovnakého ale aj iného typu môžu vytvoriť relácie medzi 
sebou. Objektovo relačné mapovanie premosťuje tieto odlišnosti. Mapuje tabuľky relačnej databázy na 
triedy. Objekty sa zhodujú jednotlivými riadkami tabuliek. Stľpce tabulky sa mapujú na atribúty a 
premapujú sa aj relácie medzi tabuľkami na relácie medzi objektami. 
Pri vývoji som používal vývojové prostredie Visual Web Developer 2008 Express Edition v 
ktorom existuje súbor typu .dbml, ktorý obsahuje pravidlá OR mapovania. Tieto pravidlá by sme 
mohli napísať ručne ale hore zmienené vývojové prostredie umožňuje jednoducho prehodiť tabuľky z 
databázového okienka a samo vytvorí a doplňuje potrebné mapovacie pravidlá. 
4.1.3. Štruktúra databázy a štruktúra programu 
Pri používaní tejto technológie som si uvedomil, akú veľkú výhodu prináša do detailov 
správne narvhovaná štruktúra databázy. Keď prichystáme takú štruktúru databázy, ktorá vyhovuje 
našim požiadavkám tak máme nielen dobrý spôsob uloženia dát, ale pomocou OR mapovania 
jednoducho dostaneme i kostru programu. Uvediem ako príklad triedu Company (firma) a triedu 
Category (kategória). V databáze sú reprezentované príslušnými tabulkami, ktoré sú v relácii. Firma 
patrí do nejakej kategórie podľa činnosti. Po mapovaní automaticky každý objekt triedy Company je v 
relácii s objektom typu Category podľa toho, do ktorej kategórie bola začlenená daná firma. 
Samozrejme, mohol by som napísať celý môj program bez používania objektovo relačného 
mapovania, ale táto metodológia výrazne zvyšuje prehľadnosť, udržovateľnosť riešenia a šetrí prácu 
programátora. 
4.2. Datová vrstva 
Datová vrstva má za úlohu prezentovať dáta z dátových zrdojov do prezentačnej vrstvy. 
Dátová vrstva v mojej práce je založená na nasledujúcich troch triedach: 
• MyORMappingDataContext 
• MyDataConnector 
• MyDataContext 
Jadrom dátovej vrstvy je trieda MyORMappingDataContext, ktorá rieši objektovo relačné 
mapovanie. Definuje ako bude „vidieť“ aplikačná vrstva dáta uložené v dátových zdrojoch – v mojom 
prípade to je SQL databáza. 
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Pomocou triedy MyDataConnector spustím obecné SQL dotazy, ale túto triedu používam len 
zriedkavo, pretože moje riešenie ja hlavne založené na LINQ dotazoch a na objetovo-relačnom 
mapovaní.  
Trieda MyDataContext vytvorí dátový kontext ktorý obsahuje definície použitých 
databázových tabuliek a každý LINQ dotaz pracuje nad tým datovým kontextom. Pri definování tejto 
triedy som používal design pattern singleton. To znamená, že v rámci programu existuje len jeden a 
práve jeden dátový kontext. Každý proces, ktorý manipuluje s dátami, používa ten istý dátový kontext 
a tým zabezpečím maximálnu datovú integritu. 
4.3. Aplikačná vrstva 
Aplikačná vrstva zapúzdruje aplikačnú logiku programu. Spracuje dáta ktoré jej podá datová 
vrstva a výsledok sa zobrazí na prezentačnej vrstve. Tiež vykoná príkazy, ktoré prichádzajú od 
užívateľa cez prezentačnú vrstvu. 
4.3.1. Hlavná myšlienka aplikačnej vrstvy 
Keď píšeme program v objektovo orientovanom jazyku, najprirodzenejšie je, že pracujeme s 
objektami. Objekty zapúzdrujú do jedného celku data a funkcie (metody) ktoré pracujú s nimi. Pri 
navrhnutí aplikačnej vrstvy sledoval som túto myšlienku. Objekty, ktoré vzniknú pomocou objektovo-
relačného mapovania, používam nielen ako kontajnery dat, ale ako plnohodnotné komponenty 
aplikačnej logiky, ktoré pracujú jeden s druhým pri splnení jednotlivých úloh. 
Pri definovaní týchto tried som používal konštrukciu, ktorá je dostupná v jazyku C# a nazýva 
sa partial class. Táto konštrukcia umožnuje aby časť triedy bola definovaná tam, kde sa určí spôsob 
objektovo-relačného mapovania a na inom mieste (v ďalšom súbore) môžeme pridať metódy, ďalšie 
atribúty, ktoré riešia aplikačnú logiku.  
V rámci aplikačnej vrstvy existujú i ďalšie triedy, ktoré nevznikli pomocou mapovania, tieto 
buď pracujú mapovanými objektami alebo mapované objekty využívajú ich služby. 
4.3.2. Trieda Janitor 
Janitor – vrátnik slúži naozaj ako vrátnik. Táto trieda rieši prihlasovanie a odhlasovanie 
zákazníkov a firiem. Pustí do vnútra len tých, ktorý majú prístup do systému. Objekty prihlásených 
uloží do session premenné. Je to dôležité kvôli tomu, že všetky úlohy vykonajú objekty (napríklad keď 
prihlásený zákazník chce poslať pripomienku na firmu, tak táto úloha vyžaduje objekt prihláseného 
zákazníka). Práve preto exituje trieda Janitor, ktorá tieto objekty spravuje: uloží a znova načíta, pritom 
v každom kroku kontroluje či sa nezmenil prístup užívatela a vráti vždy objekt s aktuálnimi údajmi. 
4.3.3. Filtry 
Vyhľadávanie je založené na filtroch. Existujú tri typy filtrov z dôvodu, že na tomto portále 
môžeme vyhľadávať try typy objektov: zákazníkov, firmy a aukcie. Vyhľadávanie riešia triedy: 
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• AuctionFilter 
• UserFilter 
• CompanyFilter 
Spoločnou vlastnosťou filtrov je, že premosťujú typové rozdiely. V databáze a v objektoch sú 
data uložené ako textové reťazce, čísla typu integer, double či float,  datetime atď. Podmienky podľa 
ktorých vyhľadávame (ktoré sú nakódované napr. do URL alebo ich vyčítame priamo z textových polí 
alebo zo select boxu) sú reprezentované obecnými textovými reťazcami. Filtry tieto reťaze prijímajú 
na vstupe a prevedú ich na potrebný typ podľa ktorého už je možné vyhľadávať. 
Pri vyhľadávaní používam LINQ a lambda výrazy. Bez používania lambda výrazov by som 
musel stavať SQL dotaz ako textový reťazec pomocou komplikovaného podmienkovania. LINQ a 
lambda výrazy ponúkajú elegantnú alternatívu, kde môžem v každom kroku pridať do dotazu ďalšie 
podmienky.  
Filtry riešia i problém stránkovania. Nevrátia celkový počet nájdených objektov, pretože ani 
na výtupu nebudem ich zobrazovať naraz, ale rozložím ich na stránky.  Filter vždy vráti len tie 
výsledky, ktoré patria na danú stránku tým výrazne ušetríme na výkone.  
4.3.4. Trieda ImageHandler 
Na mojom aukčnom a vyhľadávacom  portále pracujem nielen s textovými údajmi ale aj 
obrázkami. Z dôvodu, že na serveroch máme obmedzenú kapacitu diskového priestoru, je potrebné 
skontrolovať veľkosť obrázkov a keď je to potrebné tak prepočítať obrázky. Preto sa zrodila trieda 
ImageHandler, ktorá rieši úlohy ako: 
• nahrávanie obrázkov na server, 
• zmena veľkosti obrázkov. 
Pomocou tejto triedy nahráváme na server loga firiem,  albumy naplníme obrázkami, pritom 
ku každému obrázku máme možnosť vytvoriť miniatúru. 
4.3.5. Trieda ActionResult 
Po spustení vykonania nejakej úlohy užívateľ právom očakáva spätnú väzbu. Zaujíma ho či 
prebehlo všetko správne alebo nie. Takými úlohami sú napríklad nahrávanie obrázkov, uloženie 
nového telefonného čísla alebo iných rôznych údajov do uživatelského profilu, spustenie aukcie atď. 
Spätnú väzbu rieši trieda ActionResult. Táto trieda obsahuje výčtový typ ktoré definuje všetky 
úlohy u ktorých sa očakáva spätná väzba. Metóda, ktorá riešila vybranú úlohu, vždy ohlási chybu 
alebo úspech. Pomocou výčtového typu určím typ úlohy a na základe úspechu alebo neúspechu trieda 
vyhodnotí výsledok, ktorý sa zakóduje do URL. 
Po vykonaní úlohy stránka sa presmeruje sama na sebe, ale už s informáciou o výsledku. 
Získanie výsledku z URL rieši tiež trieda ActioResult. Chybová hláška alebo oznámenie toho, že 
posledná akcia prebehla správne potom je zobrazená pre užívatela.  
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4.3.6. Trieda Base 
Táto trieda je spoločným kontajnerom pre všetkých konštánt, ktoré používam v rámci 
programu. Hlavným dôvodom vytvorenia takého kontajnera je udržovanie prehľadnosti programu. 
4.3.7. Trieda Auction 
Objekty triedy auction reprezentujú jednotlivé aukcie. Pri licitovaní objekt aukcia kontroluje 
správnosť ponuky, akceptuje ho alebo odmietne. Kontroluje i to, že firma ktorá chce poslať ponuku 
má, či nemá prístup na aukciu. 
Vyhodnotenie aukcie prebieha nasledovne. Pri vytvorení objektu typu aukcia skotroluje sa či 
nie je už čas na uzavretie aukcie. Keď ano, tak aukcia sa vyhodnocuje: určí sa najlepšia ponuka, 
ktorú označíme ako výhernú. Cez túto ponuku vieme i to, že ktorá firma vyhrala aukciu. Aukcia môže 
byť i neúspešná: v prípade že neprišla žiadna platná ponuka. Na aukciu a na každú ponuku ktorá prišla 
v rámci licitovania uložíme zámok (lock) pomocí atribútu Closed, tým vyhlásime aukciu za ukončenú, 
ktorú už nie je možné modifikovať. Zaraďujeme ho vlastne medzi vysporiadanými. 
Aukcie a firmy (ktoré sú potencionálnimi účastníkmi aukcie) sú vždy v nejakom vzťahu. 
Tento vzťah sa popisuje pomocou výčtového typu Auction.CompanyRelationShip. Objekt aukcia určí 
to na základe vybranej firmy. Vzťahy sú nasledovné: 
• AuctionCanceled – aukcia je zrušená 
• Finished – aukcia sa skončila, sledovaná firma nie je výhercom aukcie  
• Won – aukcia sa skončila, sledovaná firma vyhrala aukciu 
• Participating – aukcia práve prebieha, firma sa na ňom zúčastňuje, ale aktuálne najlepšie 
ponuku podal niekto iný 
• CurrentBestBid – aukcia práve prebieha, aktuálne firma má najlepšiu ponuku 
• AllowedToParticipate - aukcia práve prebieha, firma sa na ňom nezúčastní, ale má to 
povolenú 
• NotAllowedToParticipate – aukcia práve prebieha, firma nemá prístup 
• AuctionBeforeRun – aukcia ešte nie je aktívna 
4.4. Prezentačná vrstva 
Prezentačná vrstva definuje uživateľské rozhranie aplikácie. Uživateľské rozhranie prezentuje 
dáta pre užívateľa a ponúka ovládacie prvky s ktorými je možné manipulovať aplikáciu. Pri práci 
s technológiou .NET uživateľské rozhranie je založené na tvz. Web Forms-och. Každý z týchto form 
definuje jednu stránku, alebo časť jednej stránky. Môžeme ich rozdeliť na dve základné časti. Prvá 
z nich rieši vzhľad formu a je založená na HTML. Druhá sa nazýva code behind file, ktorá obsahuje 
kód napísaný vo vybranom programovacom jayzku a definuje chovanie sa web formu. Bolo by možné 
do nej vkladať celú aplikačnú logiku, ale je lepšie ju použiť ako medzivrstvu medzi prezentačnou a 
aplikačnou vrstvou. Ja som preferoval túto možnosť. Uložil som si do nej kód, ktorý reaguje na 
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udalosti ako napr. kliknutie na tlačítko a spustí príslušnú metodu nejakého objektu, alebo triedy ktorá 
vykonáva prácu definovanou aplikačnou logikou.   
4.4.1. Uživateľské komponenty 
Technológia ASP .NET ponúka pre vývojára rôzne komponenty. Komponenty sú 
znovupoužiteľné časti kódu, ktoré vykonávajú vopred definovanú úlohu. Komponenty sa stavavú 
z podobných časti ako web formy. Vzľad komponentov je tiež založený na HTML, pritom každý 
komponent obsahuje aj code behind file pre definovanie chovania. V prípade že vývojárovi 
nevyhovujú vopred definované komponenty má možnoť si vytvoriť vlastné. Tieto nazývame 
uživateľkými komponentami. 
V rámci mojej práce som vytvoril uživatelské komponenty hlavne na prezentačné účely. 
4.4.2. Komponenta PublicCompanyTeaser 
Pri vyhľadávaní firiem najprv zobrazujem krátke vizitky, ktoré zahrňujú základné, 
najpodstatnejšie informácie o firmách. Vyhľadávanie ako výsledok vráti objekty firiem a zobrazenie 
objektov rieši komponenta PublicCompanyTeaser. Ku každému objektu je vytvorená vlastná 
komponenta, ktorá má na vstupe ten daný objekt a zobrazí ho. Vypisuje údaje ako názov firmy, krátky 
popis činnosti, kontaktné údaje, vykresluje logo firmy, vytvorý odkaz na webovú stránky firmy a ďalší 
odkaz ktorý presmeruje užívateľa v rámci mojej aplikácie na stránku, kde sa nachádza podrobný popis 
firmy. Spokojnosť zákazníkov s danou firmou sa zobrazuje pomocou hviezdičiek. Komponenta pri 
zobrazení spokojenosti využíva metódu objektu firma, ktorá vracia potrebné údaje ako počet hlasov 
a priemernú hodnotu hlasovaní. Komponenty, ktoré sú naplnené firmami na záver pridám k stránke.  
4.4.3. Komponenta PublicAuctionTeaser 
Štruktúra a chovanie sa komponenty PublicAuctionTeaser je veľmi podobná k predošlému 
komponentu. Rozdielom je, že táto komponenta slúži na zobrazenie aukcií. Komponenta má na vstupe 
nielen objekt aukcie, ktorú cheme zobraziť, ale aj objekt prihlásenej firmy. Firmy a aukcie sú vždy 
v nejakom vzťahu napr. firma sa zúčastňuje vybranej aukcie, vyhral aukciu, nemá prístup atď. Keď je 
nejaká firma prihlásená do sytému, tak pri vyhľadávaní aukcií komponenta PublicAuctionTeaser vždy 
vypisuje aj jej vzťah k sledovanej aukcii.  
4.4.4. Komponenta Header (Hlavička) 
Komponenta hlavička je trošku odlišná od predošlých komponentov pretože nedefinuje len 
zobranenie nejakého objektu, ale rieši tri základné veci, ako:  
• Umožnuje vyhľadávanie – môžeme nastaviť naše filtrovacie kritéria a spustiť vyhľadávanie 
firiem alebo aukcií 
• Zobrazuje prihláseného užívateľa – umožnuje prístup do užívateľského profilu. 
• Vypisuje chybové a iné hlášky, tým zabezpečí spätnú vazbu k užívateľovi  
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Rozhodol som sa vytvoriť hlavičku ako komponentu z dôvodu, že ju používam na viacerých 
miestach. Týmto uzavieram časť o komponentoch a začnem sa zaoberať inými vecami týkajúce sa 
prezentačnej vrstvy. 
4.4.5. Vyskakujúce obrázky  
Pre atraktívne zobrazenie obrázkov je možné používať napríklad skriptovací jazyk Javascript. 
Existujú rôzne voľne dostupné knižnice v tomto jazyku na prítažlivé zobrazenie obrázkov. Ja som si 
zvolil z nich Lightbox2, ktorého autorom je Lokesh Dhaka, a funguje následovne: pri kliknutí na 
odkaz, ktorý ukazuje na obraz prehliadač nepresmeruje, ale obsah stránky stmavnie a obrázok vystúpi 
do popredia a zväčší sa. Obrázky sa dajú usporiadať do albumov a je možné navigovať medzi nimi. 
Takéto grafické riešenia upútajú pozornosť a pôsobia na náštevníka príjemným dojmom.       
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5. Dizájn 
Hlavnou úlohou webových stránok je zdielať informácie. Na začiatku, keď internet začal 
prenikať do privátnej a do komerčnej sféry, stránky boli veľmi jednoduché ale splňovali ich základnú 
úlohu: prezentovali informácie. Tvorcovia webových stránok čoskoro začali používať pestré farby, 
animované gif obrázky, rôznu typografiu atď. aby boli stránky čo atraktívnejšie. Tento trend viedol k 
tomu, že stránky začali byť neprehľadné,  informácia sa stratila mezi dekoratívnymi prvkami. 
Bohužial aj v dnešnej dobe môžeme nájsť veľa takých stránok na webe. Môžeme si potom klásť 
otázku: aký  je dobrý webdizájn? Samozrejme dobrý dizájn robí stránky pre oči príťažlivé, ale pritom 
nepotlačí obsah, skôr uľahčuje uživatelovi jednoducho si nájsť hľadané informácie. Dáta sú 
usporiadané na stránke podľa dôležitosti, kladie dôraz na najpodstatnejšie veci, odstatné ukladá do 
pozadia. V tejto sekcii prezentujem základné principy dobrého webdizájnu. Dodržiavaním 
nasledujúcich princípov môžeme navrhnúť kvalitný, prehľadný a moderný vzľad webových stránok. 
5.1. Poradie 
Dobrý dizajnér vedie oko užívateľa cez stránku. Rôzne prieskumy overili, že sa náštevníci 
najprv pozerajú do lavého rohu na hornej časti stránky. Preto sa tam umietňuje najdôraznejší prvok, 
napr. logo firmy a keď dáme ostaným prvkom správnu vizuálnu váhu tak používaťel číta stránku v 
takom poradí ako chceme my: navigujeme ho ďalej na nejaký dôležitý nadpis, potom na nejaký lákavý 
obrázok. Vzbudzuje to v užívateľovi príjemný dojem.  
5.2. Umiestnenie 
Môžeme si myslieť, že nechať nevyužité, prázdne priestory na stránkach je len plytvanie 
priestoru, ale stačí sa len pozrieť na stránky alebo na reklamy elegatných značiek, fotografov, atď. 
Prázdny priestor je jeden z dizájnových prvkov, a dokonca i jedným z najdôležitejších. Správne 
použitie prázdneho priestoru  umožní vytvoriť vhodnú rovnováhu v rámci stránky a dojem elegancie.  
5.3. Navigácia 
Ohľadom navigácie je veľmi dôležité si pripomenúť, že na mnohých stránkach sa návštevník 
„stratí“. Stránka buď nezobrazuje, alebo nie sú dobre viditelné dve základné veci: 
• Navigácia, kam môžem ísť ďalej 
• Orientácia, kde sa nachádzame momentálne. 
Správny dizájn kladie dôraz na zobrazenie hore uvedených informácií.  
5.4. Typografia 
Text je najobecnejšým prvkom webstránky, je nositeľom informácií, ktoré chceme predať 
užívateľovi. Ohľadom textu si musíme uvedomiť nasledujúce zásady:  
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• Vybrať si správny font. Niektoré vyzerajú moderne, iné ako písmo zo starých kódexov. 
Musíme si vybrať taký, ktorý sa najviac prispôsobuje k štýlu stránky.  
• Farba textu je tiež veľmi dôležitá, pokúsme si vybrať dostatočne kontrastnú farbu k pozadiu, 
aby zostal text čitatelný 
5.5. Konzistencia 
Konzistenica vlastne znamená to, že po vybratí veľikostí textu a napdpisov, štýlu tlačítok, a 
obrázkov, v rámci dizájnu sa snažíme dodržiavať tú istú formu. Konzistenica je prvým znakom 
profesionality. Pritom dobrý dizájn je navrhnutý tak, že keď zmeníme niektorý prvok, tak ostatné sa 
môžu prispôsobiť jednoducho. Nakódovať flexibilný dizájn pomocou jazyka CSS môžeme dosiahnuť 
len dostatočnou praxou.  
5.6. Dizájn hlavnej stránky 
Pri vytvorení nasledujúceho dizájnu som sa snažil dodržiavať všetky hore spomenuté zásady. 
Tieto dve obrázky (mladý pracovný kolektív, mladá žena s notebookom), ktoré som použil na hlavnej 
stránke som kúpil od www.istockphoto.com.  Ostatné grafické prvky som vytvoril sám. 
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obrázok 5.6.a – dizájn hlavnej stránky 
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6. Záver 
Navrhovaný a implementovaný systém ktorý som vytvoril ako bakalársku prácu splňuje 
všetky požiadavky uvedené v zadaní. Systém poskytuje jednoduché a prehľadné ovládanie pre 
užívateľov. Náštevníci si môžu vyhľadávať firmy, aukcie a tiež majú možnosť vytvoriť svoje 
zákaznícke účty po vyplnení prihlasovacieho formulára. Firmy môžu požiadať o registráciu a 
administrátor stránky po overení správnosti zadaných údajov môže vytvoriť účet pre danú firmu. 
Zákazníci majú možnosť spustiť a spravovať aukcie, firmy ktoré majú účet s rozšírenými právami sa 
môžu zúčastniť na týchto aukciách. Každý registrovaný užívateľ má právo spravovať svoje údaje. 
Pri vypracovaní tejto bakalárske práce som získal mnoho nových znalosti z oblasti navrhovania 
a implementácie informačných systémov. Zoznámil som sa s mnohými novými a zaujímavými 
možnosťami objektovo-relačného mapovania a technológie LINQ. Pri tvorbe webového užívateľského 
rozhrania som mal možnosť uplatniť a ďalej rozšíriť moje vedomosti v oblasti HTML kódovania a 
používania kaskádových štýlov (CSS). Užívateľské rozhranie systému bol otestovaný pomocou 
rôznych prehliadačov a všetky chyby, ktoré sa dostali na povrch boli opravené tak, aby to vyhovovalo 
všetkým prehliadačom a štandardom. 
Systém bol otestovaný i z hľadiska používateľnosti. Overil som, že ovládanie systému zvládnu i 
menej skúsení užívateľia. Bolo to potrebné hlavne z hľadiska, že plánujem systém nainštalovať na 
ostrý server a uviesť do prevádzky. Predtým ešte musím implementovať rôzne rozšírenia, napríklad 
z hľadiska optimalizácie pre webové vyhľadávače. Viditeľnosť registrovaných firiem a spravovaných 
aukcií na webe by vo veľkej miere zvyšovalo použitie jednotných lokátorov zdroja optimalizované pre 
webové vyhľadávače (Search Engine Optimalized URLs). 
Danej úlohe, ktorá pre mňa vyplývala zo zadania, som sa snažil vyhovieť podľa mojich 
najlepších vedomostí a v plnej miere. Pri vypracovaní tejto práce som získal mnoho zaujímavých a 
užitočných vedomostí, ktoré v budúcnosti môžem uplatniť pri riešení ďalších, podobných projektov.  
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Seznam příloh 
[1] Optický datový nosič s obsahem: 
• Projekt vytvořený pomocí Visual Web Developer 2008 Express včetně zdrojových souborů 
• Eletronická podoba technické zprávy ve formátu pdf. 
• Programová dokumentace 
[2] Seznam použitých softwarů: 
• Vývojové prostředí Visual Web Developer 2008 Express 
• Modelovací nástroj Visual Paradigm for UML 6.4 – Enterprise Edition 
• Grafický editor Adobe Photoshop CS3 
• Skript napsaný v jazyce JavaScript pro zobrazení obrázků Lightbox2 dostupný na URL: 
http://www.huddletogether.com/projects/lightbox2/. Skript je volně použitelný pod licenčními 
podmínkami definované zde: http://creativecommons.org/licenses/by/2.5/  
[3] Instalace 
 Při instalaci je potřebné nastavit v souboru Web.config dvě věci: 
• appSettings – documentRoot:  určí cestu k aplikaci na počítači. Je potřebný pro  
  nahrávání souborů (obrázků) 
• connectionStrings – default: definuje spojení s databázou  
