It is common in the computer industry today to talk about the "next spreadsheet"--to claim that a particular application will be the "next spreadsheet" or to wonder what the "next spreadsheet" will be (e.g., [Greif, 19881) . Usually the term "spreadsheet" is used in this context simply to connote a product that embodies some kind of design breakthrough and is very successful.
We will focus here on a more specific property of spreadsheet programs: They make a restricted, but nevertheless very flexible and useful, set of computational capabihties extremely easy to use. It is, of course, possible to do apy computation a spreadsheet can do in a general purpose programming language. But because doing these things with a spreadsheet program is so much more convenient, the number of people who can use computers to do them increases by orders of magnitude.
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In this paper, we will describe an early prototype of a system, called Object Lens, that we believe shares this property of spreadsheets It makes accessible to unsophisticated computer users a set of computational and communications capabilities that, while limited, are quite flexible and useful for supporting a wide variety of cooperative work activities.
In the remainder of this paper, we will (1) describe the key ideas used in the design of Object Lens, (2) show how these ideas are realized in Object Lens features, and (3) illustrate the flexibility and usefulness of these ideas in several examples of cooperative work.
Three uiews of Object Lens
Before proceeding, it is useful to point out three ways of viewing the Object Lens system:
(1) Object Lens is the "secondgeneration"of the Information Lens system. Object Lens is based on our experience with using and enhancing the Information Lens (Malone, Grant, Turbak, Brobst & Cohen, 1987; Malone, Grant, Lai, Rao, & Rosenblitt, 1987) This last view of Object Lens, which emphasizes its flexibility, is our primary focus in this paper.
KEY IDEAS
One of the most important characteristics of Object Lens is that it is a semiformal system. We define a semiformal system as a computer system that has the following three properties: (1) it represents and automatically processes certain information in formally specified ways; (2) it represents and makes it easy for humans to process the same or other information in ways that are not formally specified and (3) it allows the boundary between formal processing by computers and informal processing by people to be easily changed. These characteristics are especially important in cooperative work applications where there are some well-understood patterns in people's behavior, but where there is also a very large amount of other knowledge that is potentially relevant but difficult to specify.
In order to create such a flexible semiformal system, the knowledge embodied in the system must be exposed to users in a way that is both visible and changeable (cf., Turbak, 1986) . That is, users must be able to easily see and change the information and the processing rules included in the system. In Object Lens, there are two key ideas about how to represent and expose knowledge to users:
(1) "Passiw"information is represented as semistructured objects; and (2) "Active" rules for processing information are represented as semiautonomous agents
In the remainder of this section, we will describe how these two components allow us to expose knowledge to users in a way that is both visible and changeable. that represent, respectively, the person who requested that the task be done and the person who will perform the task. Then, for instance, when the user looks at the Task object, it will be easy to get more information (e.g., the phone numbers) about the people involved with the task. We will see below how this capability of linking objecta to each other provides a hypertext system (e.g., see Smith & Halasz. 1987 ) as a simple special case. We will also see below how it is also possible for an object to which a link appears to be displayed as an embedded template inside the original template.
Tailorable display formats. Users have several options for changing the ways they see objects: (11 they can easily tailor the display format of individual objects by, for example, selecting which fIeIds will be shown or renaming certain fields; (2) they can easily display selected fields from a collection of objects in a "table" format; and (31 they can display selected relationships among a collection of objects in a "tree" format with links betweenobjects shown in a graphical network.
Users of the Object Lens system can create, modify, retrieve, and display objects that represent many physically or conceptually 116 .
. _ .
Inheritance hierarchy for objech. The creation and modification of type definitions is simplified by arranging object types in an inheritance hierarchy (e.g., Stefik & Bobrow, 1986) . New types of objects are defined as specializations of existing object types, and they automatically "inherit" all properties of the existing objects except those which are specifically "overridden." Since most of the information about new object types can thus be "inherited" from existing types, rather than having to be re-entered each time, creating new object types becomes simpler. Also, when an object type definition is changed later, the changes are automatically "inherited" by the specializations of that object type.
Semiautonomous agents
Users of the Object Lens system can create rule-based "agents" that process information automatically on behalf of their users (see Crowston & Malone, 1988 , for an extended discussion of agents). These agents provide a natural way of partitioning the tasks performed automatically by the system. Agents can be "triggered" by events such as the arrival of new mail, the appearance of a new object in a specified folder, the arrival of a pre-specified time, explicit triggering by another agent, or an explicit selection by the user. When an agent is triggered it applies a set of rules to a specified collection of objects. If an object satisfies the criteria specified in a rule, the rule performs some prespecifled action. These actions can be general actions such as retrieving, classifying, mailing, and deleting objects or object-specifc actions such as loading files or adding events to a calendar.
The agents in Object Lens are "autonomous" in the sense that once they have been created, they can take actions without the explicit attention of a human user. They are only "semiautonomous," however, in the sense that (a) they are always controlled by a human user (that is, all their rules can be easily seen and changed by their human user), and (b) they may often "refer" objects to their human user for action rather than taking any other actions on their own.
Descriplions. Since agents and rules are themselves objects, users can see and modify them with the same template-based user interface that is used for all other kinds of objects. To specify the criteria for when a rule should act upon a given object, users create descriptions of the objects to which the rules apply. A description is simply a partially filled-in template for an object of a particular type. Descriptions can also include embedded descriptions that specify characteristics that must be satisfied by objects to which the original object is linked. For instance, a description of a Task might include an embedded description of the Person who will perform the task. These embedded descriptions (like those in the Rabbit system [Tou et al, 198211, allow users to easily specify object retrieval operations that are equivalent to "joins" followed by "selects" in a relational database.
SYSTEM FEATURES
In this section, we will describe the basic system features of Figure 1 ) or as embedded templates (as in Figure 2 ).
Creating new instances
To create and display a new instance of an object type that already exists, users click with the mouse on the definition (i.e., the Template) for that object type. Figure 3 shows Figure 1 ) or as embedded templates (see Figure 2 ).
Creating agents and rules Figure 4 shows an example of a simple agent designed to help a user process incoming mail. The agent is applied to objects in the "New mail" folder and is triggered by the arrival of new mail.
This agent includes several rules, one of which is shown in Figure   5 . A rule contains an "IF" field (predicate) and a "THEN" tield (action). Both these parts of the rule contain links to other objects which are shown as embedded templates. Rules describe the objects that will satisfy them and specify what action to perform on those objects.
To specify the THEN part of a rule, a user simply clicks on the THEK field and selects an action from the menu of alternatives presented. In some cases (such as the "Move" action shown here), the user also needs to fill in some fields in the embedded template for the action (e.g., the field specifying where the object is to be moved).
Embedded descripfions. With the capabilities we have described so far, all rules mus.1 depend only on information contained in the objects to which they are being applied. For instance, a rule about a message can depend only on information contained in the message itself. It is often desirable, however, to be able to specify rules that also depend on other information contained elsewhere in the knowledge base. For instance, in the Information Lens system, if a user wanted to specify d rule that applied to all messages from vice presidents, the ruIe would have to include in the "From" field, the names of all the vice presidents.
In Object Lens, it is possible to draw upon other information by having descriptions embedded within other descriptions. For instance, the rule shown in Figure 6 will be satisfied if the message is from any person with a job title that includes "vice president". To apply this rule, the system checks to see whether the string in the From field of the message is the same as the Name of any Person object in the knowledge base that satisfies the description.
Folders and display formats
Object Lens allows users to group collections of objects together into special kinds of objects called folders (see Figure 71 . For instance, folders can be created for groups of people (e.g., project teams, company directory), tasks (e.g., those completed, those to be done by you, those to be done by others), messages (grouped according to topic or urgency), and so forth. An object can be added to a folder in two ways: (11 automatically, as the result of a rule action, or (21 manually using the "add link" action from the "*Others*" submenu.
Object Lens currently provides two formats for displaying the contents of these folders: table browsers and free browsers. shows a folder that contains objects representing people with the fields displayed for a simple office directory. Users can easily tailor the format of these displays by selecting from a menu the fields they want to have included in the table. For instance, Figure 7b shows the same folder, but with the display format changed to include a different set offields.
Tree browsers are graphs that show the objects in a folder and the links (of a selected type) that connect these objects. Tree browsers are used in Object Lens to display such things as the network of Template; shown in Figure 3 . We are also currently implementing a simple user interface so that, for example, the same People objects shown in Figure 7 can be displayed in a tree format with the "Supervisor" field connecting the objects in a way that resembles a simple organization chart.
OTHER EXAMPLES
In this section, we will give more examples of how the above features can be combined to create a variety of cooperative work applications.
Task tracking
One frequently mentioned capability for cooperative work applications is the ability to keep track of the tasks people are supposed to do (e.g., Winograd & Flares, 1986; Sluizer & Cashman, 1984 Figure 9 shows a rule that uses a doubly embedded description to select all change notices that involve parts for which any member of a particular group is responsible.
Database retrieval
There are clearly many cases in both individual and cooperative work when it is useful to be able to automatically retrieve from a database objects that satisfy certain conditions. Object Lens provides a simple way to do this: Users can simply create agents that scan the objects in one folder and insert links to selected objects into another folder. The rules in the agents specify the criteria for selecting objects. Then: MnVF Figure 9 Rules can include multiple levels of embedded descriptions that refer to linked objects throughout the knowledge base.
For instance, suppose you wanted to find all the technical staff members who were assigned to both the project code-named "Dragon" and the one code-named "Lancelot." Figure 10 shows a rule that would retrieve all such people. Instead of listing all the technical job titles by name, the rule includes an embedded description to determine whether a particular job title is on the technical, as opposed to the managerial or administrative, career ladder.
In addition to this general interface for database retrieval, we have also implemented a special+d feature in Object Lens for determining the recipients of messages. With this feature, descriptions (like that shown in the IF 6eld of Figure 10 ) can be embedded in the "To" and "cc" fields of a message. Then. when the message is sent, these descriptions are automatically applied to all the Person objects in the knowledge base and the resulting people are inserted in the "To" and "cc" fields. This feature allows senders to create distribution lists that are dynamically computed at message-sending time based on the current information about people in the data base.
We are also currently experimenting with linking Object Lens to a remote database server that contains large shared relational databases. This work is still at an early stage, but it is clear that the usefulness of the Object Lens database facilities for cooperative work will be greatly enhanced if they include access to shared databases.
Hypertext
As noted above, it is a straightforward matter to use the features of a hypertext system in Object Lens (e.g., Halasz, Moran, & Trigg, 1987; Garrett, Smith, & Meyrowitz, 1986; Delisle & Schwartz, 1986 passages, but also to other object types such as people and passages, but also to other object types such as people and bibliographic citations. bibliographic citations.
In addition to the usual benefits of hypertext systems, Object
Lens derives additional benefits from its integration of hypertext with other database, messaging, and computational capabilities.
For instance, in order to insert a link to another node in a hypertext system, a user must first find the node to which the link will be made. In a traditional hypertext system, all nodes must be found by manually following links. In Object Lens, the database retrieval capabilities described above can be used to automatically find objects (such as people or bibliographic citations) that satisfy certain criteria. Then links to these objects can be inserted into the text.
Even though the relationship between Object Lens and previous hypertext system is not the primary focus of this paper, it is interesting to observe that Object Lens appears to have at least four of the seven characteristics that Halasz (1987) and from the template-based interfaces that make these primitives both visible and changeable by inexperienced computer users.
