
















Abstract—We propose a new method for generating large
scale water animation by physics simulation that include
colliding between a character and the water with coupling
3D and 2.5D discretization. Water animations such as splash
and waves are generated by means of 3D discretization both
of grid and particle method. The more we discretize by
many points, the more detailed animation can be generated
while the computational complexity become larger. When
simulating large scale water animation such as ocean and
lake, we can generate wave animation with small computa-
tional complexity using 2.5D grids. We discretize the water
near the character by 3D grids and particles, far from the
character is discretized by 2.5D grids which have a water
height. The former area generate animations of splashes
and waves. The latter area generate only animations of
waves. We generate detailed water animation in arbitrary
place by moving narrow area that takes large computational
complexity on huge area that takes small computational
complexity. We also compare our method and a method
that use only 3D discretization, and show that our method
can generate water animation faster than latter one while





















散化手法に 2.5次元格子がある. この手法では 3次元空
間の水を 2次元平面上に配置した格子で離散化し, 各格


















































の水のシミュレーションを行った [7]. この手法は 2.5次
















きに, その個所で粒子を生成し, 加速度を与えている. 後










3 次元空間は左手座標系とし, 3 次元格子と 2.5 次
元格子の x, y, z 軸方向に並べたときの番号はそれぞれ


























入する必要がある. 簡単な例をあげるために図 1の 2次
元の格子の例で説明する. キャラクターが格子数 (tx, ty)
(tx, ty)
(i, j) (i+n, j+n)
(i+n+tx, j+n+ty)(i+tx, j+ty)
Figure 1. 移動した丸 · 星マークの格子には実線格子から数値を代入
個分だけ移動するときの移動後の格子群を破線の格子
群, 移動する前の格子群を実線の格子群とする. また, 各
軸方向の格子数を nとする. このとき, 格子 (i, j)は破線
格子の丸マークに移動し, 移動前の格子 (実線格子)上の
対応する位置の格子 (i+ tx, j+ ty)に入っている数値を
代入する.
ここで, 移動後の格子が移動前の格子群の外に存在
する場合がある (破線格子の星マーク). このときは, 2.5
次元格子の数値を取り出す. まず, 2.5次元格子の水面高
さを取り出し, その高さを格子一辺の長さ ∆x で割り,
高さ方向の格子何個が水の格子であるかを計算する. こ
の水の格子の個数分だけ, 格子を水であるとマーキング
















vmove (x, z − axis)












∇ · v = 0 (1)
∂v
∂t
= −(v · ∇)v − 1
ρ
∇2p+ f (2)
ここで, tは時間, ρ は水の密度, pは圧力, f は重力など
の外力である. 式 1は速度の発散が 0になることで流体
が圧縮しないことを意味し, 式 2は水の運動する速度を





































vi,j,k = vi,j,k + v
force
i,j,k + g∆t (3)
式 3は x軸方向の場合であり, y, z軸方向も同様に計算
できる.
3.2.3 圧力項. 圧力項では, 式 1の条件を満たすように
水にかかる圧力を計算する. 外力項を適用した速度を v′
とすると, 式 2 から式 4を得る.











∇ · v′t (5)






{pi+1,j,k + pi−1,j,k + pi,j+1,k + pi,j−1,k
+ pi,j,k+1 + pi,j,k−1 − ρ
∆t
(ui+1,j,k − ui−1,j,k
+ vi,j+1,k − vi,j−1,k + wi,j,k+1 − wi,j,k−1)}
(6)









式 7は x方向の速度の場合であり, y方向, z方向も同様
に計算する.







∗(xi,j,k − u∆t) (8)
ここで, xi,j,k は格子 (i, j, k)の 3次元空間での座標, φ∗
は移流前の場とする. 移流項は速度場とレベルセット法


















µ∇2v + f (9)
式 9の右辺第 2項が粘性項で, µは水の粘性係数である.
提案手法では, キャラクター周囲の領域でのみ粒子









3のようになる. 粒子法の密度, 圧力 ·圧力項, 粘性項, 外
Algorithm 3 粒子法の手順









力項はMu¨llerら [4]の SPH法で計算する. ここで SPH
法の時間刻みは格子法の時間刻みより短くしないと数値
が正しく計算されないので, ssph 回反復計算を行う. し
たがって, 粒子法の手順中はの時間刻みは ∆tssph とする.
3.3.1 格子法速度の加算. 提案手法は格子法の水の表面
上に粒子を配置するので, 格子法の速度場の影響を受け
る. この影響を計算するために, 中間速度 vtemp と中間




とし, 時間刻み ∆tssph 秒後の速度, 位置を式 10, 11で計算
する.



















ここで, ρは粒子の密度, mは粒子の質量である. W は
カーネル関数と呼ばれ, 2つの粒子の位置のベクトル差
r の距離が有効半径 h以内にあるときに重みの値を返








(h2 − |r|2)3 (0 ≤ |r| ≤ h)
0 (otherwise)
3.3.3 圧力・圧力項. 粒子の圧力はDesbrunらが [12]で
提案した式 13で計算される.
pi = k(ρi − ρrest) (13)













∇Wpress = − 45
pih6
{
(h− |r|)2 r|r| (0 ≤ |r| ≤ h)
0 (otherwise)

























|xi − c| (r − |xi − c|) · pow (16)
ここで, cは衝突判定の中心, pow はユーザーが任意で
指定する係数である.
3.3.6 粒子の位置更新. ここまでで求めた加速度を加算
して, 式 17と式 18で粒子の速度と位置を更新する.
vi = vi + ai∆t (17)
xi = xi + vi∆t (18)
3.3.7 粒子の生成・削除. 粒子を界面付近にのみ生成す
るために, レベルセット法により計算した界面との距離






































リズム 5で計算できる. ここで, 一定数以上空気の格子
Algorithm 5 格子法の水格子を高さに変換
1: count = 0
2: height = 0
3: boun = 0
4: for j = 0 to N do
5: if φi,j,k ≥ 0 then
6: count+ = 1
7: else
8: count = 0
9: end if
10: if count ≥ cair then
11: bound = j − hair
12: break
13: end if
14: if j ≥ N − 1 then
15: bound = j
16: end if
17: end for
18: hi,k = bound ·∆x
があったときは高さへの変換を中断し, そこまでで見つ
かった水の格子分を 2.5次元格子の高さとする. アルゴ
リズム 5では空気の格子が閾値 cair 個あったときに中
断する.
アルゴリズム 5の方法で高さを計算した後, 式 19で
2.5次元格子の速度を求める. この速度は式 19を離散化
した式 21で解く.
ui,k = ui,k − g (hi+1,k − hi−1,k)
∆x
∆t (21)
ここで gは重力加速度の x軸方向の成分である. この速
度を用いて, 式 20を離散化した式 22で高さを更新する.



























者のシーンを SPH法 A, 後者のシーンを SPH法 Bとす
る. 実験では 350フレームの描画を行い, この 1フレー
ムの描画速度を比較した.
CG シーンの作成, 表示は Unity 2018.3.2f1 で行っ
た. プログラムの言語は逐次計算では C#, 並列計算では
ComputeShader を用いた. また, 水の可視化には Unity
のシェーダである Shader Labを使用した. CPUは Intel






(x, y, z) = (0, 0, 0)を原点とし, 水面の中心がこの原点
に来るように 2.5次元格子を配置する. 水面の 1辺の長
さを l, 初期状態の高さを hrestとする. これらを含む各
シーンで共通の数値は表 1のようになる.




密度 ρ 1.0000(kg ·m−3)
キャラクター移動速度 (x, z 軸) vmove (0.1,0,0.1) (m · s−1)
キャラクタージャンプ加速度 ajump (0,100,0) (m · s−2)
重力加速度 g (0, -9.8, 0) (m · s−2)
TABLE 1. 各シーンで共通の数値
格子法で使用する数値は表 2, 粒子法で使用する数
値は表 3, 2.5次元格子で使用する数値は表 4のように
なる.








数値 記号 数値 (単位)
サブステップ数 ssph 6(回)
有効半径 h 1250 ·10−4 (m)
初期密度 ρrest 1000(kg ·m−3)
ガス定数 k 1.000× 10−5
粘性係数 ν 1.000 ·10−1(m2 · s−1)









格子法高さ変換用の閾値 cair 3 (個)
TABLE 4. 2.5 次元格子の数値
5. 結果 ·考察

















Figure 2. 提案手法 (波) Figure 3. SPH 法 A(波)
Figure 4. 提案手法 (水しぶき) Figure 5. SPH 法 B(水しぶき)
シーン 粒子数 (個)
提案手法 8192
SPH 法 A 4096·102
SPH 法 B 4096·102
TABLE 5. 各シーンの粒子数
シーン 平均 FPS(frames · s−1) 最大 FPS
提案手法 3.936 4.209
SPH 法 A 0.9890 1.126
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