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Una práctica interesante para realizar con los alumnos de Formación Profesional en la familia de Informática 
consiste en realizar un script para migrar datos de un blog, sitio Web o fuente de datos a un blog de 
WordPress. 
La motivación para utilizar WordPress [1] [2] es debido a que es una de las herramientas de blog más 
utilizadas en la Web gracias a su facilitad de uso. Además de ser un blog, también tiene la funcionalidad de ser 
un gestor de contenidos (CMS, Content Management System). Está basado en PHP y MySQL y soporta una 
arquitectura de plugins con los que aumentar la funcionalidad del WordPress así como un sistema de plantillas 
para modificar el aspecto visual. 
En el sitio wordpress.com [3] se puede crear un WordPress dentro de este dominio, pero no tendremos 
acceso directo a la base de datos, lo cual es un requisito necesario para realizar esta práctica, por lo tanto, 
habrá que ir a la Web wordpress.org [4], donde habrá que descargar el código fuente de la última versión de 
WordPress e instalarla en un servidor web que soporte PHP y MySQL. Es fácil encontrar en Internet 
información sobre cómo realizar una instalación de WordPress [5] [6].  
EL SCRIPT DE MIGRACIÓN 
Lo primero que se va a realizar en el script es incluir el archivo misfunciones.php, cuyo contenido 
detallaremos más adelante. Iniciaremos el script estableciendo la conexión con la base de datos de donde 
queramos tomar información, y también conectándonos con la propia base de datos del WordPress. En este 
punto tendremos que cambiar los parámetros de conexión, servidor de base de datos, usuario, contraseña y 
nombre de la base de datos, tanto del origen de datos, como de la base de datos de WordPress que hayamos 
instalado.  
Para conectarnos a la base de datos de WordPress, también podríamos optar por utilizar el motor de 
conexión ya implementado en Wordpress [7]. 
<?php 
include ‘misfunciones.php’; 
$bd_origen=new mysqli("servidor_db_origen", "usuario_bd_origen", 
"passwd_bd_origen", "nombre_bd_origen"); 
$bd_wordpress=new mysqli("servidor_db_wordpress", "usuario_bd_wordpress", 
"passwd_bd_wordpress", "nombre_bd_wordpress"); 
 
En los datos de origen deberíamos poder obtener la fecha de publicación, el titular o nombre del post, y el 
contenido del post en forma de texto. Al lanzar la consulta, obtenemos todos los datos en la variable 
$datos_origen. Por cada fila de datos obtenida de la fuente de información, procederemos a crear un nuevo 
post en el WordPress de forma automática. 
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$sql="SELECT d.fecha,d.titular,d.texto FROM datos_origen d ORDER BY fecha"; 
$datos_origen=$bd_origen->query($sql); 
while($fila=$datos_origen->fetch_assoc()) { 
 
El nombre de un post en WordPress será utilizado en la URL, por ello sólo admite letras minúsculas, 
números, guión y guión bajo, para lo cual utilizaremos la función sanear_nombre(). También recogemos en 
variables el título del post, la fecha y el contenido. Con la función real_escape_string() nos aseguramos que no 
haya problemas al insertar texto mediante una consulta SQL. 
$nombre=sanear_nombre($fila['titular']); 
$titulo=$bd_wordpress->real_escape_string($fila['titular']); 
$fecha_hora = $fila['fecha']; 
$contenido=$bd_wordpress->real_escape_string($fila['texto']); 
 
Se inserta la entrada de texto en el WordPress creando un nuevo registro en la base de datos. El 
identificativo del usuario administrador del blog es el 1. 
$sql="INSERT INTO wp_posts (post_author, post_date, post_date_gmt, 
post_content, post_title, post_name, post_modified, post_modified_gmt) VALUES 
(1, '".$fecha_hora."', '".$fecha_hora."', '".$contenido."', '".$titulo."', 
'".$nombre."', '".$fecha_hora."', '".$fecha_hora."')"; 
$bd_wordpress->query($sql); 
 
Nos almacenamos el id autonumérico que se ha asignado al insertar un nuevo registro en la base de datos, 
que lo utilizaremos a continuación para actualizar el enlace permanente del post con el id autonumérico. 
$id = $bd_wordpress->insert_id; 
$sql="UPDATE wp_posts SET guid = 'http://mi_wordpress.es/?p=".$id."' WHERE id 
= ".$id; 
$bd_wordpress->query($sql); 
 
Clasificamos el nuevo post asignándole la categoría 1, insertando una relación en la tabla 
wp_term_relationships. Por defecto, 1 es el identificativo de la categoría Sin Clasificar, que es creada en la 
instalación de WordPress, y que podremos cambiarle el nombre desde el panel de administración del 
WordPress. También sumaremos 1 en el contador de la categoría. 
$sql="INSERT INTO wp_term_relationships (object_id, term_taxonomy_id, 
term_order) VALUES (".$id.", 1, 0)"; 
$bd_wordpress->query($sql); 
$sql="UPDATE wp_term_taxonomy SET count = count + 1 WHERE term_taxonomy_id = 
1"; 
$bd_wordpress->query($sql); 
 
Si el post va a tener un fichero adjunto, previamente tendremos que haber copiado el fichero adjunto en la 
carpeta wp-content/uploads/año/mes/. En tal caso, habrá que insertar un nuevo registro en la tabla wp_posts 
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que hará referencia al fichero adjunto y cuyo post padre será el post que hemos insertado al inicio del script. 
Para ello, previamente preparamos el nombre del fichero saneado y su Mime Type.  
$nombre_fichero_original="fichero.1.pdf"; 
$nombre_fichero_modif=str_replace('.', '-', $nombre_fichero_original); 
$nombre_fichero_key=sanear_nombre($nombre_fichero_modif); 
$file_extension_array=explode(".", $nombre_fichero_original); 
$file_extension_array_rev=array_reverse($file_extension_array); 
$file_extension=$file_extension_array_rev[0]; 
$mime_type=obtener_mime_type($file_extension); 
$URL_filename="http://mi_wordpress.es/wp-
content/uploads/2014/07/".$nombre_fichero; 
 
$sql="INSERT INTO wp_posts (post_author, post_date, post_date_gmt, 
post_title, post_name, post_modified, post_modified_gmt, post_parent, guid, 
post_type, post_mime_type) VALUES (1, '".$fecha_hora."', '".$fecha_hora."', 
'".$nombre_fichero_original."', '".$nombre_fichero_key."', '".$fecha_hora."', 
'".$fecha_hora."', ".$id." , '".$URL_filename."', 'attachment', 
'".$mime_type."')"; 
$bd_wordpress->query($sql); 
 
Para poder acceder al fichero adjunto desde el texto del post, modificamos el contenido del post, añadiendo 
un enlace al fichero. 
$contenido=$contenido."<br><a href='".$URL_filename."' 
target='_blank'>".$nombre_fichero_original."</a>";  
$contenido=$bd_wordpress->real_escape_string($contenido); 
$sql="UPDATE wp_posts SET post_content = '".$contenido."' WHERE id = ".$id; 
$bd_wordpress->query($sql); 
 
Por último, cerramos la llave del while inicial y cerramos la conexión con el origen de datos. 
} 
$datos_origen->close(); 
?> 
 
CONTROL DE ERRORES 
Este script que se ha detallado no contiene comentarios ni un control de errores. Hay que destacar la 
conveniencia de utilizar un control de errores en cada ejecución de una consulta SQL, útil para realizar un 
seguimiento de la ejecución del script así como para tareas de depuración, por ejemplo de la siguiente forma: 
if (!$bd_wordpress->query($sql)) { 
 printf("Errno: %s Error: %s", $bd_wordpress->errno, $bd_wordpress-
>error); 
} 
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ARCHIVO CON FUNCIONES DEL SCRIPT 
 El archivo misfunciones.php que ha sido incluido al inicio del script deberá estar en la misma carpeta donde 
coloquemos el archivo con el script. Su contenido consta de dos funciones que se detallan a continuación. 
La función sanear_nombre() convierte mayúsculas en minúsculas, quita las tildes a las vocales, sustituye 
todos los espacios en blanco por un solo guión y elimina el resto de caracteres extraños.  
<?php 
function sanear_nombre($nombre) { 
 $nuevo_nombre = $nombre; 
 $nuevo_nombre = strtolower( $nuevo_nombre ); 
 $nuevo_nombre = str_replace('á', 'a', $nuevo_nombre);  
 $nuevo_nombre = str_replace('é', 'e', $nuevo_nombre);  
 $nuevo_nombre = str_replace('í', 'i', $nuevo_nombre);  
 $nuevo_nombre = str_replace('ó', 'o', $nuevo_nombre);  
 $nuevo_nombre = str_replace('ú', 'u', $nuevo_nombre);  
 $nuevo_nombre = str_replace(' ', '-', $nuevo_nombre); 
 $nuevo_nombre = preg_replace('/--+/', '-', $nuevo_nombre); 
 $nuevo_nombre = preg_replace( '/[^a-z0-9_\-]/', '', $nuevo_nombre ); 
 return $nuevo_nombre;  
} 
 
La función obtener_mime_type() devuelve el Mime Type [8] en función de la extensión de un fichero. En el 
contenido de esta función solo se reflejan los Mime Types de tres tipos de ficheros, pero deberá ser 
complementada con los Mime Types soportados en WordPress que se encuentran en la función 
wp_get_mime_types() del archivo wp-includes/functions.php (obtenido de la versión 3.9.1 de WordPress). 
function obtener_mime_type($extension_de_fichero) { 
 $extension=strtolower($extension_de_fichero); 
 $mimetype=""; 
 $mimetypes = array( 
 'jpg' => 'image/jpeg', 
 'png' => 'image/png', 
 'pdf' => 'application/pdf’); 
 $mimetype=$mimetypes[$extension]; 
 return($mimetype); 
} 
?> 
COMENTARIOS FINALES 
El trabajo con este script en un entorno de prácticas con los alumnos va a contribuir a afianzar conceptos 
generales de programación y profundizar en la programación de scripts con PHP. Con esta práctica, es posible 
crear un ejemplo de programación con bases de datos en un entorno real, ya que incluso el WordPress podría 
ser instalado en un servidor disponible en la Web con una URL propia. Esta práctica también permitirá conocer 
en mayor profundidad la estructura interna de la base de datos MySQL de WordPress que está ampliamente 
extendida en la Web.  ● 
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