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Capitolo 1 
 
 
Introduzione 
 
 
Le Web applet sono piccoli programmi eseguibili, scaricabili navigando su 
Internet. Ovviamente questa libertà di scaricare applet apre grandi proble-
matiche relative alla sicurezza, qualora il codice scaricato risulti inaffidabi-
le. 
Senza appropriate misure di controllo, una applet maliziosa potrebbe ge-
nerare una serie di attacchi contro il computer locale come distruggere i 
dati (e.g. riformattando il disco rigido), modificare dati (e.g. transazioni 
bancarie), divulgare informazioni personali nella rete o alterare altri 
programmi (flussi illegali di informazioni e dati) . 
A compromettere ulteriormente la situazione ha contribuito il trasferimento 
del modello delle applet in dispositivi specializzati ad alta sicurezza quali 
le Java Card. 
Le Java Card sono sempre più utilizzate sia da organizzazioni pubbliche 
che private per soddisfare le esigenze degli utenti in vari settori, da quello 
bancario e della telefonia, dal loro impiego nella sanità (libretto medico) a 
quello nelle pubbliche amministrazioni (carta identità). 
Questa loro ampia diffusione sul mercato ha richiesto un attento studio ri-
guardo alla sicurezza ed alla ottimizzazione delle prestazioni di queste 
carte, cercando di far fronte ai limiti di funzionalità dovuti alle capacità e 
potenzialità ridotte di questi sistemi. 
L'attuale architettura di tali carte [8] permette di poter scaricare applet che 
possono interagire con applicazioni che richiedono un livello alto di 
sicurezza per quanto riguarda il trattamento dei dati informativi (pensiamo 
ad esempio ad applicazioni bancarie o sanitarie). Questa possibilità di 
interazione di applet non “fidate” con applet già presenti sulla carta obbliga 
ad alzare ancora di più il livello di sicurezza: un problema nella sicurezza 
che permetta ad una applet maliziosa di bloccare il sistema operativo può 
ancora essere accettabile, ma non è certamente tollerabile consentire ad 
una carta di credito, ad esempio, di compiere una transazione non autoriz-
zata. 
 
La nostra attenzione si è concentrata sullo studio di metodologie di sup-
porto al programmatore di applet per riuscire a produrre applet sicure da 
attacchi del tipo “flusso illegale di informazioni e dati”. 
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Abbiamo dapprima esaminato con attenzione le politiche di sicurezza pre-
viste dal linguaggio Java e le protezioni aggiuntive previste dalla piattafor-
ma Java Card [8]. 
Dopo aver studiato il meccanismo del Firewall [2], presente sulle Java 
Card per garantire al tempo stesso la sicurezza dinamica delle applet e la 
loro interazione, siamo passati ad analizzare un problema che il mecca-
nismo di sicurezza dinamica previsto dalla piattaforma Java Card non 
riesce a risolvere completamente: il flusso illegale di informazioni e dati 
[5,6]. 
In questa tesi, dopo aver analizzato le cause che producono flusso illegale 
di informazioni e dati, viene proposta una possibile soluzione al problema 
basata su una metodologia di supporto alla programmazione di applet.  
Inoltre, la metodologia proposta è stata applicata ad un caso di studio [6] 
e, nell’ultima parte della tesi, ne è stata verificata la funzionalità e l’utilità.  
 
La tesi è così strutturata: 
 
- Nel Capitolo 2 si descrive brevemente la storia del passaggio dalle 
carte magnetiche all'attuale mondo delle Java Card, cercando di spie-
gare anche come è possibile interagire con esse. 
 
- Nel Capitolo 3 si illustrano i meccanismi di sicurezza che regolano 
l’attività delle applet sulle Java Card con particolare attenzione alle po-
litiche di sicurezza dinamica implementate mediante il meccanismo del 
Firewall. 
 
- Nel Capitolo 4 si descrivono i limiti delle Java Card inerenti alla sicu-
rezza e si illustrano alcuni esempi di flusso illegale di informazioni e 
dati, mostrando possibili soluzioni. 
 
- Nel Capitolo 5 viene approfondito l’aspetto implementativo della tecni-
ca scelta come risoluzione del problema del flusso illegale di informa-
zioni e dati, partendo dall’implementazione del caso di studio. 
 
- Nel Capitolo 6 vengono illustrate le conclusioni ed i possibili lavori futu-
ri. 
 
- Nell’Appendice A viene descritto il funzionamento essenziale del si-
mulatore di Java Card [3], impiegato per testare il nostro caso di stu-
dio. 
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Capitolo 2 
 
Dalle Smart Card alle Java Card 
 
 
Quando parliamo di Smart Card la nostra mente pensa immediatamente al 
loro impiego nel campo della trasmissione satellitare criptata (PAY-TV  via 
satellite o via cavo). 
In realtà il campo di applicazione delle Smart Card è molto più vasto. Con 
questo capitolo impareremo a conoscere meglio usi e tecnologie che stan-
no dietro le Smart Card e la loro evoluzione verso le Java Card. 
 
 
2.1  Che cos’è una Smart Card 
 
Le Smart Card [12,13,14], una tipologia di Chip Card, sono carte plasti-
ficate che possono contenere un circuito integrato (IC - integrated Circuit) 
e che consentono di salvare informazioni e gestire operazioni tra le 
informazioni memorizzate e l’utilizzatore della carta.   
La tecnologia Smart Card è uno standard industriale definito e verificato 
dalla Joint Technical Committee 1 (JTC1) della International Standard 
Organization (ISO) e dalla International Electronic Committee (IEC).  
Lo standard ISO/IEC 7816 [9], introdotto nel 1987 ed aggiornato nel 2003, 
definisce vari aspetti di una Smart Card come le caratteristiche fisiche, le 
caratteristiche dei contatti, i protocolli di trasmissione, l’architettura della 
sicurezza, le caratteristiche delle applicazioni su carta e molti altri aspetti. 
La presenza di una memoria non volatile, nelle versioni più “smart” delle 
carte, rappresenta la principale risorsa che consente la memorizzazione di 
chiavi segrete (utili per la crittografia delle informazioni) e certificati digitali 
rendendo così le Smart Card tra i più apprezzati strumenti utilizzati per la 
gestione di dati e informazioni confidenziali. 
 
 
2.2  Applicazioni tipiche delle Smart Card 
 
Inizialmente introdotte in Europa una ventina di anni fa nella configu-
razione (molto poco “smart”) di Memory Card, usate principalmente per 
immagazzinare crediti telefonici (carte telefoniche), attualmente sono 
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utilizzate in ampi settori della vita quotidiana dalla memorizzazione di 
valuta e crediti al commercio elettronico, dalla sanità (consentendo una 
rapida identificazione del paziente, una rapida consultazione della cartella 
clinica del paziente garantendo al tempo stesso la sicurezza e la prote-
zione dei dati confidenziali in essa contenuti) ai servizi di telecomunica-
zione, dalla gestione di impianti ad alto livello di sicurezza (centrali nu-
cleari, industrie farmaceutiche garantendo sull’identità del personale prima 
o durante ogni operazione) all’accesso ad edifici scolastici e biblioteche. 
 
 
2.3  Architettura di una Smart Card 
 
Le prime Smart Card prodotte in grande quantità erano per lo più semplici 
memory card, non realmente “smart” in quanto non contenevano un 
microprocessore; erano “embedded” con un chip di memoria accompa-
gnato o meno da una logica non programmabile. Queste carte, ancora og-
gi in commercio, possono contenere fino a 4Kb di dati e sono principal-
mente utilizzate come carte prepagate per servizi di telefonia pubblici. 
Dalle memory card si è poi passati alle microprocessor card che invece 
contengono, oltre ad una memoria, anche un processore contenuti su un 
unico microchip. La Smart Card diviene dunque un dispositivo in grado sia 
di memorizzare dati che di eseguire semplici applicazioni.  
Poichè non contiene una sorgente di alimentazione, affinchè la carta 
divenga attiva è necessario connetterla con un card reader; una volta 
connessa, dopo le necessarie procedure di reset, la carta resta passiva, in 
attesa di ricevere comandi da una client application (o host application) 
attraverso il card reader. 
La  Smart Card può essere contact o contactless a seconda se comunica 
 
 
 
 
 
 
 
 
 
 
 
 
Figura 2.1 : Modello di Smart Card contact 
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col card reader rispettivamente mediante una serie di contatti elettrici op-
pure mediante un segnale in radio frequenza.  
 
 
 
Figura 2.2 : Modello di Smart Card contactless 
 
Dato che la Smart Card contact deve essere inserita in un dispositivo di 
accettazione (Card Acceptance Device o CAD) in modo corretto secondo 
un verso prestabilito, solitamente vengono utilizzate in situazioni che non 
richiedono una particolare velocità di operazione. Nel seguito ci 
dedicheremo ad analizzare il modello delle Smart Card contact in quanto 
risultano quelle più comunemente utilizzate. 
 
 
2.3.1  Struttura del Microcomputer 
 
All’interno del microchip della Smart Card possiamo individuare i seguenti 
componenti: 
 
U Un microprocessore, in genere con architettura a 8 bit anche se sul 
mercato sono presenti carte con processore a 32 bit; 
U Diverse tipologie di memoria: 
 ROM (Read Only Memory) il cui contenuto è deciso in fase di 
produzione della carta ed in genere contiene il sistema 
operativo e qualche applicazione specifica di quest’ultimo; 
 EEPROM (Electrical Erasable Programmable Read Only Me-
mory) usata come memoria non volatile in quanto il suo conte-
nuto resta valido anche quando l’alimentazione della carta viene 
interrotta. È utilizzata dalle carte multi-applicative per memoriz-
zare il codice delle applicazioni che vengono aggiunte alla carta 
in tempi successivi alla sua produzione. 
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 RAM (Random Acces Memory) usata come memoria volatile 
adatta a contenere lo heap e lo stack ed in generale come spa-
zio di lavoro temporaneo; il suo contenuto non si preserva quan-
do l’alimentazione viene meno e dunque le informazioni memo-
rizzate temporaneamente in essa, al calo dell’alimentazione 
vanno perdute. 
 (opzionale) Un coprocessore dedicato alle operazioni di critto-
grafia per rendere tali operazioni più veloci. 
 
 
 
 
Figura 2.3 : Struttura del microcomputer di una Smart Card 
 
 
2.3.2  Dispositivi per Smart Card 
 
Abbiamo detto che per poter interagire con una Smart Card occorrono dei  
dispositivi che consentono di instaurare una comunicazione con la carta. 
Questi dispositivi presentano delle fessure (slot) in cui viene inserita la 
Smart Card creando una connessione con i contatti della carta che per-
mette di comunicare con essa. 
Si distinguono due categorie di dispositivi per le Smart Card: lettori di 
Smart Card (card readers) e terminali per Smart Card (card terminals). 
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2.3.2.1  Lettori di Smart Card 
 
I lettori di Smart Card sono impiegati come mezzo di comunicazione tra la 
Smart Card e un dispositivo, in genere rappresentato da un computer. 
Essi possono sia scrivere che leggere dati dalla carta. 
I card readers presentano da un lato l'interfaccia per comunicare con la 
Smart Card e dall'altro l'interfaccia per comunicare con il computer a cui 
sono connessi. Esistono lettori con interfaccia USB, seriale o parallela, ed 
alcuni possono avere anche una tastiera (PIN-pad) per inserire il PIN1 
della carta. Di solito è presente un solo slot ma esistono lettori con due 
slot usati, per esempio, in applicazioni in cui è necessario inserire una car-
ta master per poter lavorare con l'altra carta. 
 
 
 
Figura 2.4 : Lettore di Smart Card 
 
 
2.3.2.2  Terminali per Smart Card 
 
I terminali risultano in genere molto più complessi dei lettori e rendono 
possibile un controllo più stretto degli accessi alle Smart Card. Sono 
perciò spesso impiegati per i sistemi di pagamento elettronico in cui è 
richiesto un certo livello di sicurezza. Essi possono lavorare anche senza 
essere connessi ad altri dispositivi. 
                                                 
1  Il PIN (Personal Identification Number) è un codice segreto condiviso tra l'utente e 
la carta. Prima di poter usare la carta I'utente deve inserire il PIN . 
7 
2.3.3  Software per Smart Card 
 
Le applicazioni che fanno uso di Smart Card possono essere suddivise in 
due parti: una parte on-card (su carta) ed una parte off-card (fuori carta).  
La prima, localizzata all'interno della carta, può consistere in dati o codice 
eseguibile, memorizzati durante la fase di inizializzazione della carta (rela-
tivamente a carte chiamate a singola applicazione) o in altri momenti (car-
te dette a multipla applicazione). Nel caso la parte su carta sia un codice 
eseguibile, viene eseguito dalla Smart Card e può utilizzare tutti i servizi 
messi a disposizione dal sistema operativo della carta stessa. 
La parte off-card risiede sull 'host dove è connesso il lettore e dialoga con 
l'utente e con la parte on-card. 
 
 
2.3.4  Modello di comunicazione con la Smart Card 
 
La comunicazione tra carta ed host è half-duplex ovvero i dati possono 
essere inviati dall’host alla carta oppure dalla carta all’host ma non con-
temporaneamente.  
Quando un computer comunica con altri computer, questo scambia dei 
pacchetti di dati (data packets) costruiti seguendo un particolare protocollo 
di comunicazione, come ad esempio TCP/IP. Allo stesso modo le Smart 
Card comunicano con l’host utilizzando un particolare protocollo chiamato 
APDU (Application Protocol Data Unit). 
Le Smart Card, una volta inserite in un CAD, non iniziano autonomamente 
una comunicazione con l’host ma attendono da questo specifiche istru-
zioni, mediante command APDU, e rispondono alle istruzioni ricevute 
mediante response APDU. 
Command e response APDU vengono scambiati alternativamente tra host 
e carta come mostrato nella seguente figura. 
 
Figura 2.5 : Modello di comunicazione con Smart Card 
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2.3.4.1  Protocollo APDU  
 
Lo standard ISO 7816-4 [9] definisce i formati degli unici due tipi di APDU 
previsti: i command APDU ed i response APDU. 
 
Nelle Tabelle 2.1 e 2.2 sono illustrate rispettivamente le strutture dei due 
tipi di APDU. 
 
 
Command APDU 
Header (obbligatorio) Body (opzionale) 
CLA INS P1 P2 Lc Campo Dati Le 
 
Tabella 2.1 : Struttura del command APDU 
 
La struttura del command APDU possiede un header obbligatorio e un 
body che può essere presente o meno (opzionale). L’header ed il body 
contengono i seguenti campi: 
• CLA (1 byte): identifica una specifica classe di istruzioni. Valori vali-
di per il campo CLA sono definiti nello standard ISO 7816-4 [9]; 
• INS (1 byte): specifica un particolare comando all’interno della clas-
se di comandi specificata nel campo CLA. Come per il campo CLA 
valori validi per il campo INS sono definiti nello standard ISO 7816-
4 [9];  
• P1 (1 byte): specifica l’eventuale primo parametro dell’istruzione 
definita nei precedenti campi. Può essere utilizzato anche come 
campo di input per i dati; 
• P2 (1 byte): specifica l’eventuale secondo parametro dell’istruzione 
definita nei precedenti campi. Può essere utilizzato anche come 
campo di input per i dati; 
• Lc (1 byte): questo campo opzionale indica la lunghezza in byte del 
campo dati che segue nel command APDU; 
• Campo Dati (variabile, pari a Lc bytes): contiene i dati (opzionali) da 
inviare alla carta; 
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• Le (1 byte): questo campo opzionale contiene la lunghezza in byte 
dei dati che saranno eventualmente inviati in risposta.  
Response APDU 
Body (opzionale) Trailer (obbligatorio) 
Campo Dati SW1 SW2 
 
Tabella 2.2 : Struttura del response APDU 
Come per il command APDU anche il response APDU possiede un body 
opzionale ed un trailer che invece è obbligatorio. Il body ed il trailer 
contengono i seguenti campi: 
• Campo Dati (lunghezza variabile, determinata in byte dal campo Le 
del command APDU): questo campo opzionale contiene i dati di ri-
torno; 
• SW1 (1 byte): questo campo obbligatorio specifica lo status word 1; 
 
• SW2 (1 byte): questo campo obbligatorio specifica lo status word 2. 
 
I valori dei campi di status word (SW1 e SW2) contengono due byte che 
rappresentano univocamente un tipo di errore, mentre in caso di successo 
contengono 0x90002. 
I valori dei campi di status word (SW1 e SW2) sono definiti nello standard 
ISO 7816-4 [9]. 
 
A livello di applicazione ogni comando viene tradotto in una serie di com-
mand APDU, a ciascuno dei quali fa seguito la ricezione delle relative ris-
poste della carta sotto forma di response APDU. Ci sono molte APDU, 
standardizzate in base allo standard ISO, che permettono di dialogare con 
il sistema operativo della carta, consentono di creare e cancellare file della 
carta, verificare il PIN, scrivere in file ecc. Ogni programmatore di applica-
zioni che fa uso di Smart Card e che usa parti software che risiedono nella 
carta (diverse dal sistema operativo), ha la necessità di definire le proprie 
APDU. Ovviamente per ogni APDU definita, il byte CLA deve essere diver-
so da tutti quelli delle APDU standardizzate. 
 
                                                 
2 valore numerico espresso in base 16. 
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2.3.4.2  Protocollo TPDU  
 
Le APDU vengono trasmesse mediante un ulteriore livello di protocollo, il 
protocollo di livello trasporto (transport protocol) definito nello standard 
ISO 7816-3 [9]. La struttura dati scambiata tra host e carta mediante il 
protocollo di trasporto è chiamata transmission protocol data units 
(TPDU). 
I due principali protocolli di trasporto utilizzati comunemente sono il 
protocollo T=0 e il protocollo T=1. 
Il protocollo T=0 fa parte della classe dei protocolli half-duplex asincroni 
orientati al carattere ed è il più utilizzato dalle carte GSM. Risulta molto 
semplice e di facile implementazione, caratteristiche rilevanti viste le limi-
tate risorse delle carte. 
Lo svantaggio tuttavia è di non separare completamente, nella serie dei 
protocolli usati, il livello soprastante dal livello a cui appartiene. Infatti, do-
po aver spedito l'APDU per il comando, è necessaria una ulteriore APDU 
per ricevere i dati in risposta (la GET RESPONSE). Il fatto che nel livello 
“application” si è obbligati a generare e spedire una APDU, che ha signi-
ficato solo nel livello soprastante “transport”, porta alla non completa divi-
sione tra i due livelli. 
Il protocollo T=1 è piu evoluto del precedente e permette una divisione 
perfetta dai protocolli di livello superiore. Infatti fa parte della classe di pro-
tocolli half-duplex asincroni orientati ai blocchi e quindi rende possibile l'in-
capsulamento di ogni APDU e di ogni risposta in un pacchetto dati.  
 
 
2.3.4.3  Messaggio ATR 
 
Immediatamente dopo aver ricevuto l’alimentazione, la Smart Card invia 
all’host un messaggio chiamato Answer to reset (ATR). Questo messaggio 
invia all’host i parametri necessari per stabilire una corretta comunicazione 
con la carta. 
L’ATR è costituito da almeno 33 byte e contiene informazioni quali il pro-
tocollo di trasmissione supportato dalla carta (usualmente T=0 o T=1), la 
velocità di trasmissione dei dati (data trasmission rate), le caratteristiche 
hardware della carta come il serial number del chip e tante altre informa-
zioni necessarie all’host per instaurare un corretto rapporto con la carta. 
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2.3.5  Il sistema operativo della Smart Card 
 
Il sistema operativo della Smart Card riceve le APDU che provengono 
dall'esterno, elabora, genera e invia le risposte. Esso presenta inoltre un 
File System molto semplice in cui è possibile creare vari tipi di file, cancel-
larli, leggere e scrivere in essi. Il formato dello Smart Card File System è 
definito nello standard ISO 7816-4 [9] ed è composto dai seguenti tre tipi 
di componenti: 
 
• Elementary file (EF) : possono solo contenere dati e la massima di-
mensione del file deve essere specificata al momento della creazio-
ne del file stesso. 
 
• Dedicated file (DF): sono simili alle directory di un comune File Sy-
stem di un qualsiasi PC. Un DF può contenere sia EF che altri DF. 
Normalmente i DF sono usati per separare dati appartenenti ad ap-
plicazioni differenti. 
 
• Master file (MF): è la radice del File System e analogamente ai DF 
può contenere sia EF che DF. Esiste solo un MF in ogni Smart 
Card e gli EF contenuti in essa mantengono informazioni di sistema 
(es. chiavi o dati che sono comuni a piu applicazioni). In accordo 
con lo standard ISO, l'identificatore del master file è 0x3F00 su tutte 
le carte che seguono questo standard. 
 
Con questi componenti è possibile creare una struttura gerarchica di file 
e directory (vedi Figura 2.6) in cui alla radice è presente sempre un file 
tipo MF. Ogni file è specificato da un identificatore composto da due byte. 
E' importante dire che l'intero file system è persistente: rimane cioè valido 
anche quando la carta non è più alimentata. 
 
Alcune delle operazioni che agiscono sui file sono: SELECT, READ 
BINARY, WRITE BINARY, UPDATE BINARY, APPEND RECORD etc. 
Prima di eseguire qualsiasi operazione su di un file quest'ultimo deve 
essere selezionato tramite il suo identificatore di due byte. 
Ad ogni file sono associate delle condizioni di accesso che specificano le 
operazioni fattibili su quel file. Il formato di queste condizioni (access 
conditions) non sono specificate nello standard ISO e quindi possono 
variare anche di molto da un costruttore ad un altro. 
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Figura 2.6 : Struttura del File System secondo ISO 7816-4  
 
 
 
2.3.6  Standard per Smart Card 
 
Standard come quelli ISO e quelli generati da iniziative industriali sono ne- 
cessari per assicurare che le applicazioni per Smart Card, le Smart Card 
stesse e i lettori di carte siano costruiti secondo un'unica specifica. Senza 
alcun standard l'interoperabilità tra diversi modelli di carte o di applicazioni 
o di lettori non sarebbe possibile. 
 
Ecco di seguito riportati i principali standard definiti per le Smart Card. 
 
 
2.3.6.1  Standard ISO 7816  
 
L'International organization for Standardization (ISO) mantiene anche uno 
standard dedicato alle Smart Card. L'ISO 7816 è il più importante e si 
intitola "Identification cards - Integrated circuit cards with contacts" [9]. 
Questo standard si occupa di definire le caratteristiche di una Smart Card, 
come ad esempio la dimensione e la locazione dei contatti elettrici, i 
protocolli T=0 e T=1, i comandi che consentono l'accesso alla carta, la 
sicurezza e la trasmissione dei dati sulla carta, etc. 
 
 
13 
2.3.6.2  Standard PC/SC  
 
Lo standard PC/SC (Interoperability Specification for ICCs and Personal 
Computer System) [10] ha lo scopo di fornire delle specifiche per l'uso 
delle Smart Card mediante personal computer. 
L'obiettivo principale è quello della interoperabilità delle Smart Card (ICC) 
con i lettori di Smart Card (IFD, Interface Device) e la cooperazione tra il 
lettore di carte ed il sistema operativo del Personal Computer. Nelle ver-
sioni Windows 98 e Windows 2000 questo standard è parte integrante del 
sistema operativo stesso. 
 
 
2.4  Dalle Smart Card alle Java Card 
 
Il principale limite delle Smart Card era essenzialmente rappresentato dai 
lunghi tempi di produzione delle carte, limite che spesso finiva col rele-
gare le Smart Card sempre un passo indietro rispetto alle richieste del 
mercato. 
I programmi per le Smart Card venivano scritti direttamente in linguaggio 
assembler e venivano salvati nella ROM; ciò imponeva che il codice di tali 
applicazioni non potesse subire alcuna evoluzione nè aggiornamento e di 
fatto rappresentava una forte limitazione all’evoluzione dell’uso di tali 
carte. 
Per poter emettere una carta con una applicazione era infatti richiesta una 
scrittura precisa e dettagliata delle specifiche, la scrittura e riscrittura del 
software di base (una sorta di sistema operativo) per le diverse piat-
taforme, lo sviluppo di specifiche funzionalità per l’applicazione ed infine la 
verifica del software prima del suo caricamento su un numero assai ele-
vato di carte. É facile comprendere come questo processo fosse pesante 
in termini di tempo e soprattutto di costi. 
Per avvicinarsi sempre di più alle esigenze dei consumatori ed al tempo 
stesso per ridurre il time-to-market e rendere sempre più flessibili le 
applicazioni per le carte, negli ultimi anni si è fatta strada una nuova 
generazione di Smart Card chiamata Java Card. 
A differenza delle Smart Card, che una volta prodotte e distribuite all’u-
tente risultano immodificabili, le Java Card consentono all’utente di scari-
care piccole applicazioni sulla propria carta in modo da poter modificare i 
servizi offerti dalla carta stessa. 
Le Java Card vengono costruite basandosi sugli stessi standard delle 
Smart Card rappresentando dunque una loro evoluzione. Questo aspetto 
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rende possibile inserire le Java Card all’interno di ambienti che utilizzano 
Smart Card senza dover modificare il software. 
 
 
2.4.1  Caratteristiche di una Java Card 
 
Il principale obiettivo della tecnologia Java Card è stato quello di inserire 
nella carta un sistema Java tale da lasciare ampio spazio di memoria per 
le applicazioni. Questa soluzione ha fatto sì che le Java Card siano in 
grado di supportare solo un sottoinsieme di istruzioni del linguaggio Java 
[7] ed ha portato ad un nuovo modello “splittato” della Java Virtual 
Machine (JVM). 
La Java Card Virtual Machine (JCVM) [1], la versione della JVM per Java 
Card, risulta infatti divisa, “splittata” in due parti: una parte che lavora off-
card e l’altra che lavora invece on-card. La parte di JCVM che lavora on-
card si preoccupa di eseguire il bytecode delle applicazioni, di verificare 
l’allocazione della memoria, di gestire gli oggetti creati dall’applicazione, e 
di garantire la sicurezza dinamica, come sarà ampiamente illustrato nel 
prossimo capitolo. 
 
 
2.4.2  Il linguaggio supportato dalla Java Card 
 
Data la scarsa disponibilità di memoria, le Java Card supportano solo un 
sottoinsieme di istruzioni del linguaggio Java. Nelle Tabelle 2.3 e 2.4 
vengono illustrate rispettivamente le limitazioni imposte al linguaggio Java 
ed alla struttura dei programmi per Java Card. 
 
Keyword native, synchronized, transient, volatile, 
strictfp non sono supportati. 
Tipi char, double, float, long, e gli array multidimensionali 
non sono supportati. Il tipo int è opzionale.  
Classi e 
interfacce 
Le classi e le interfacce API (java.io, java.lang, 
java.util) sono previste solo per Object e Throwable. 
La maggior parte dei metodi di Object e Throwable non 
sono disponibili.  
Eccezioni Molte classi di eccezioni ed errori sono non previste.  
 
Tabella 2.3 : Principali limitazioni al linguaggio Java per Java Card 
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Un package può al massimo riferire altri 128 package 
Un package può contenere al massimo 255 classi. 
Package 
Un package può avere al massimo 256 metodi static se 
contiene applet (è un applet package), oppure al massimo 255 
metodi static se non contiene applet (è un library package). 
Una classe può direttamente o indirettamente implementare fino 
ad un massimo di 15 interfacce. 
Classi 
Una classe può implementare fino ad un massimo di 128 
istanze di metodi public o protected, ed al massimo 128 
istanze di metodi private. 
 
Tabella 2.4 : Principali limitazioni alla struttura di applet Java per Java 
Card 
 
 
2.4.3  Java Card Runtime Environment 
 
Il  Java Card Runtime Environment (JCRE) riunisce tutti i componenti del 
Java Card system che lavorano sulla Java Card. 
Il JCRE è responsabile delle politiche di gestione delle risorse, dell’esecu-
zione delle applet e del sistema di sicurezza on-card. 
L’architettura del JCRE è illustrata in Figura 2.7. 
 
Le framework classes definiscono le interfacce disponibili per le applica-
zioni e sono costruite ed adattate specificamente per le applet delle Java 
Card così da rendere davvero semplice costruire un’applet per una Java 
Card. 
Le industry-specific extensions definiscono servizi aggiuntivi di sicurezza 
per le applet. 
L’installer si preoccupa invece di garantire la possibilità di scaricare sulla 
carta, dopo che questa è stata prodotta e distribuita all’utente, nuove ap-
plicazioni in sicurezza. L’installer collabora con il programma di instal-
lazione off-card . 
Le system classes costituiscono il nucleo del sistema operativo delle Java 
Card. 
Infine i native methods mettono a disposizione dei supporti per la JCVM e 
per le system classes. 
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Figura 2.7 : Struttura del JCRE  
 
 
Il JCRE viene inizializzato una sola volta durante il tempo di vita della Java 
Card al tempo di inizializzazione globale della carta.  
Quando l’alimentazione della carta viene meno il JCRE è solamente 
sospeso e lo stato del JCRE e degli oggetti creati sulla carta viene preser-
vato. 
Quando la carta viene nuovamente alimentata, il JCRE riattiva l’ese-
cuzione della JCVM prelevando i dati necessari dalla memoria non volatile 
(EEPROM). 
 
Il periodo che va dal momento che la Java Card viene inserita in un CAD 
al momento in cui la carta viene rimossa dal CAD e chiamato CAD ses-
sion. 
Durante una CAD session il JCRE opera come una normale Smart Card 
ovvero supporta la comunicazione con l’host mediante APDU. 
Subito dopo che la carta viene inserita in un CAD per iniziare una CAD 
session, il JCRE, dopo aver inviato una ATR APDU all’host, entra in un 
loop in attesa di una select APDU ovvero di una APDU di selezione di un 
applet della carta. 
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Quando questa select APDU arriva, il JCRE seleziona l’applet richiesta e 
instrada verso di lei tutte le successive APDU lasciando quindi all’applet il 
compito di analizzare il contenuto delle APDU e di selezionare gli oppor-
tuni metodi dell’applet.  
Terminate le operazioni, l’applet restituisce il controllo al JCRE che si 
mette in attesa di una nuova select APDU, ed il loop riparte. 
 
 
2.4.4  Creazione di una Java Card Applet 
 
Analizziamo adesso come si realizza una Java Card Applet [8,15]. 
In Figura 2.8 è illustrato il processo di realizzazione di una Java Applet.  
 
 
 
Figura 2.8 : Processo di creazione di una applet  
 
Questo processo inizia con la scrittura dell’applicazione attraverso la sua 
scomposizione in classi Java che verranno salvate in altrettanti file Java. 
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Questi file verranno dapprima compilati per produrre class file e suc-
cessivamente inviati al simulatore che esegue e testa l’applet simulando 
su PC il JCRE della carta. 
Durante la simulazione l’applet viene eseguita mediante JVM e dunque 
alcuni aspetti tipici delle Java Card quali ad esempio il meccanismo del 
Firewall o la definizione di oggetti transienti o persistenti, che vedremo 
meglio più avanti, non vengono  presi in considerazione in questa fase. 
Successivamente i class file che costituiscono un package vengono inviati 
al converter, il quale riceve in ingresso anche eventuali export file relativi a 
package esterni cui l’applicazione fa eventualmente riferimento e produce 
un CAP (Converted APplet) file ed un export file per il package. 
Infine il CAP file prodotto dal converter viene eseguito e testato da un 
emulatore che simula su PC la JCVM della Java Card e dunque l’ambien-
te di esecuzione del package risulta essere esattamente lo stesso che si 
trova su una Java Card. 
Se l’emulazione ha successo e l’applet risulta funzionare correttamente 
può adesso essere caricata ed installata su una Java Card. 
 
 
2.4.5  Denominazione di applet e package  
 
Concludiamo questa introduzione parlando della denominazione che as-
sumono nella piattaforma Java Card le applet oppure i package che 
rappresentano un insieme di applet associate ad una singola applicazione. 
Nella piattaforma Java Card ciascuna istanza di applet o ciascun package 
è univocamente identificato da un Application IDentifier (o AID). Quando 
un package viene dunque caricato sulla carta, questo può comunicare con 
altri package presenti sulla carta mediante i relativi AID. 
L’AID è un array di byte che è costituito da due parti: la prima parte ha una 
lunghezza fissa di 5 byte e prende il nome di Resource IDentifier (o RID), 
la seconda parte ha invece una lunghezza variabile da 0 a 11 byte e 
prende il nome di Proprietary Identifier eXtension (o PIX). 
Lo standard ISO gestisce l’assegnamento dei RID alle compagnie produt-
trici di applet in modo che ciascuna compagnia si veda assegnato un uni-
co RID. Ciascuna compagnia gestisce in autonomia l’assegnazione dei 
PIX ai package prodotti. La concatenazione tra il RID (che identifica la 
compagnia produttrice) ed il PIX (che identifica i package e le applet 
prodotti dalla compagnia) costituisce l’AID. L’AID dei package e l’AID di 
default per ciascuna applet definita in un package viene specificato al 
converter per generare correttamente il CAP file. 
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Capitolo 3 
 
Politiche di sicurezza dinamica 
 
 
La sicurezza è una delle caratteristiche più importanti legate alle 
tecnologie di Smart Card e in particolare alla piattaforma multi-applicativa 
Java Card. Java Card è una piattaforma aperta che impone procedure di 
sicurezza forti a causa della sua vulnerabilità. La carta non è infatti dedi-
cata a una singola applicazione: altre applicazioni possono essere cari-
cate, installate ed eseguite dopo l’emissione della carta stessa.  
 
 
3.1  La sicurezza delle Java card 
 
Le procedure di sicurezza delle Java Card sono una combinazione tra le 
procedure di sicurezza previste dal linguaggio Java e le protezioni aggiun-
tive definite attraverso la piattiaforma Java Card. 
Analizziamo adesso queste due procedure di sicurezza. 
 
 
3.1.1  Procedure di sicurezza del linguaggio Java 
 
Le Java Card supportano un sottoinsieme di istruzioni del linguaggio Java 
ed una versione adattata alle Java Card delle specifiche della Virtual Ma-
chine (VM). Per questo i meccanismi di sicurezza previsti dal linguaggio 
Java, sulle Java Card, sono rimodellati attorno al sottoinsieme di istruzioni 
che opera sulle carte stesse. 
Le procedure di sicurezza del linguaggio Java (adattate alle specifiche 
delle Java Card) rappresentano la base delle procedure complessive di 
sicurezza previste dalla piattaforma Java Card. 
 
Di seguito sono riportate le principali procedure di sicurezza previste dal 
linguaggio Java che ritroviamo sulle Java Card [8]: 
 
il linguaggio Java è fortemente tipato. Non sono dunque consentite 
conversioni illegali di dati (ad esempio non è consentito convertire un 
integer a puntatore); 
• 
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il linguaggio Java prevede controlli sugli accessi ad array per prevenire 
accessi oltre la sua lunghezza; 
• 
• 
• 
• 
• 
• 
il linguaggio Java non prevede puntatori aritmetici. Questo ci garan-
tisce che non vi è possibilità per un programma di “curiosare” attra-
verso la memoria; 
le variabili, nel linguaggio Java, debbono necessariamente essere ini-
zializzate prima di essere utilizzate; 
il livello di accesso a tutte le classi, a tutti i metodi ed a tutti i campi-dati 
è fortemente controllato. Questo non consente ad esempio che un 
metodo privato possa essere invocato esternamente dalla classe di 
definizione e appartenenza. 
 
 
3.1.2  Procedure di sicurezza aggiuntive della 
piattaforma Java Card 
 
Sono riportate di seguito le procedure di sicurezza aggiuntive previste 
dalle Java Card per garantire livelli di sicurezza adatti agli innumerevoli usi 
che di una Java Card possono essere fatti [8]: 
 
Definizione di oggetti persistenti e transienti 
Nella piattaforma delle Java Card gli oggetti sono memorizzati, per default 
in memoria persistente (EEPROM). Per ragioni essenzialmente di sicurez-
za e di miglioramento delle prestazioni delle carte, le Java Card memoriz-
zano i dati temporanei - come ad esempio le chiavi di sessione per la crit-
tografia - come oggetti transienti nella RAM. Il tempo di vita di questi og-
getti può inoltre essere dichiarato come clear_on_deselect (il contenuto 
dell’oggetto transiente viene azzerato quando l’applet correntemente in 
esecuzione viene deselezionata oppure quando la carta subisce il reset) 
oppure come clear_on_reset (il contenuto dell’oggetto transiente viene az-
zerato solo quando la carta subisce il reset). 
 
Concetto di Atomicità e transazioni per i dati 
Durante le operazioni di scrittura su oggetti persistenti possono avvenire 
situazioni di reset (ad esempio nel caso in cui si abbia un calo di alimen-
tazione) che potrebbero rendere inconsistenti gli aggiornamenti (scritture) 
in corso. 
Per garantire quindi l’integrità dei dati sono definite tre specifiche : 
1. la tecnologia Java Card assicura che un aggiornamento di un 
campo-dati di un oggetto persistente avvenga in maniera atomica; 
ovvero se durante l’aggiornamento dell’oggetto persistente si 
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verifica un errore o un reset, la piattaforma si preoccupa di ripri-
stinare il valore che il campo-dati possedeva prima che l’operazione 
di aggiornamento avesse inizio; 
2. la tecnologia Java Card assicura l’atomicità sull’intero blocco di dati 
contenuto in una struttura ad array; ovvero se durante la copia o 
l’aggiornamento dei dati contenuti in un array si verifica un errore o 
un reset, l’intero contenuto dell’array viene ripristinato ai valori che 
possedeva prima che l’operazione di copia o aggiornamento aves-
se inizio; 
3. la tecnologia Java Card infine supporta la modalita a transazioni; 
ovvero è possibile garantire l’atomicità non solo per l’aggiorna-
mento di un solo campo-dati ma anche per un insieme di campi-dati 
di tipo persistente; con questa modalità o tutti i campi-dati della 
transazione sono stati correttamente aggiornati oppure vengono 
ripristinati tutti i precedenti valori. 
 
Sicurezza dinamica mediante il Firewall  • 
Concludiamo con l’aspetto della sicurezza delle carte che andremo ad 
approfondire meglio nei prossimi paragrafi ovvero il meccanismo del 
Firewall per garantire un livello di sicurezza dinamico. 
Questo meccanismo è incaricato di imporre l’isolamento ed il controllo 
degli accessi agli oggetti di ogni applet. Visto che in alcune situazioni le 
applet possono condividere campi-dati e metodi di istanze di una classe, il 
Firewall deve concedere alle applet autorizzate la possibilità di accedere a 
tali campi-dati e metodi ed al tempo stesso deve impedire a qualsiasi 
applet non autorizzata di eseguire accessi non dovuti a campi-dati e a 
metodi di istanze di classe. Il Firewall è dunque responsabile dell'impo-
sizione di politiche di accesso. 
Il Firewall è l'ultima difesa della JCVM contro codice non “fidato”: deve 
garantire che l'esecuzione di bytecode non pregiudicherà l'integrità della 
memoria e la riservatezza dei dati della carta.  
 
 
3.1.3  I Controlli di sicurezza effettuati su un applet  
 
Prima che una applet possa essere installata ed eseguita su una Java 
Card deve superare un certo numero di controlli di sicurezza sia off-card 
(fuori dalla carta) sia on-card (sulla carta). 
 
I controlli off-card sono principalmente quelli effettuati: 
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1. dal Compiler che analizza i file java che costituiscono l’applet e 
verifica se rispettano i vincoli imposti dal linguaggio Java (che 
abbiamo detto è fortemente tipato) producendo un file binario detto 
class file (file .class). 
2. dal Verifier, un componente della Java Card Virtual Machine, che si 
preoccupa di verificare che i file .class abbiano un formato corretto 
e rispettino una serie di vincoli strutturali quali ad esempio: 
a. non gestiscano in modo errato lo spazio di memoria e non si 
verifichino fenomeni di stack overflow o di stack underflow; 
b. non siano violate le restrizioni di accesso imposte ad esem-
pio ai metodi ed ai campi-dati privati; 
c. i metodi siano chiamati con il numero e la tipologia appro-
priata di argomenti; 
d. ect, ect. 
3. dal Converter che si preoccupa di verificare che i file .class utiliz-
zino esclusivamente il sottoinsieme di istruzioni Java supportato 
dalle Java Card, convertendo poi i file class in CAP (Converted 
APplet) file (file .cap). 
 
Figura 3.1 : Livelli di sicurezza sulle Java Card 
 
Mentre i controlli on-card sono effettuati: 
1. dal Loader  che ha il principale compito di caricare il CAP file sulla 
carta verificando preliminarmente se la carta può supportare quel 
CAP file (ad esempio se vi è sufficiente spazio di memoria per 
installare l’applicazione); 
2. dal linker con il compito di verificare che i riferimenti interni previsti 
dal CAP file siano locali allo spazio di memoria del package e che 
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invece i riferimenti esterni siano collegati a locazioni accessibili dei 
package riferiti oppure siano collegati al JCRE. 
 
Questi due ultimi controlli on-card possono però solo garantire politiche di 
sicurezza statica, dato che non eseguono previsioni circa il comporta-
mento delle applet a runtime. In conseguenza di ciò, il JCRE impone 
vincoli di sicurezza aggiuntivi in fase di esecuzione, presenti nelle specifi-
che del JCRE [2]. 
Controlli aggiuntivi in fase di esecuzione sono realizzati mediante l’utilizzo 
del Firewall che andremo ad analizzare nel dettaglio dal prossimo para-
grafo. 
 
  
3.2  Il Firewall 
 
Il Firewall [2] esegue un insieme di verifiche per soddisfare le specifiche 
imposte dal JCRE in fase di esecuzione e per assicurare che sia preser-
vata l'integrità di memoria e la sicurezza dei dati .  
 
Abbiamo visto che un insieme di applet e oggetti associati ad una singola 
applicazione, rappresenta un package nel mondo delle Java Card. Gli ac-
cessi tra due package sono controllati dal Firewall.  
Il compito essenziale del Firewall on-card è proteggere l'esecuzione di un 
bytecode Java impedendo accessi illegali a oggetti fuori dai loro package 
Java Card. 
Il Firewall non impone regole semantiche sul bytecode Java Card ma 
assicura che le regole di accesso contenute nel Java Card 2.2 Runtime 
Environment Specification [2] siano rispettate.  
Il Firewall non è responsabile di realizzazioni erronee di applet. La realiz-
zazione di qualsiasi applicazione che gestisce dati confidenziali (una appli-
cazione bancaria, ad esempio) dovrà preoccuparsi di preservare la ri-
servatezza dei dati. Infatti se una tale applicazione fornisce un'interfaccia 
condivisibile associata a dati confidenziali, qualsiasi altra applicazione può 
legalmente ottenere i suoi riferimenti: il Firewall non negherà l’accesso ai 
dati. 
 
 
3.3  La politica di sicurezza dinamica 
mediante Firewall 
 
La politica di sicurezza dinamica mediante Firewall è essenzialmente ba- 
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sata sul concetto di contesto.  
In sostanza il Firewall rappresenta una linea di confine tra un contesto e 
tutti gli altri.  
 
Il JCRE assegna e gestisce un diverso contesto per ciascun package Java 
che contiene applet. Tutte le istanze di applet appartenenti allo stesso 
package condividono lo stesso contesto, dunque non è previsto alcun 
Firewall, alcun confine tra applet appartenenti allo stesso package; così 
una istanza di applet può liberamente accedere ad oggetti di un’altra 
istanza di applet appartenente allo stesso contesto. 
Oltre ai contesti relativi ai package istallati sulla carta vi è un ulteriore 
contesto, il JCRE-context, proprio del JCRE; tale JCRE-context  possiede 
un sistema speciale di privilegi che gli consente di eseguire operazioni che 
sono invece negate ai contesti di applet.  
 
 
Figura 3.2 : Contesti e Firewall 
 
Ad ogni istante nella JCVM vi è un solo contesto attivo detto Currently 
Active Context (CAC). Il CAC può essere indifferentemente il JCRE-
context oppure un contesto di applet. 
Ogni istruzione del bytecode che produce un accesso ad un oggetto di 
una istanza di applet viene sottoposta ad una serie di controlli (access 
control), che analizzeremo in dettaglio più avanti. Tali controlli utilizzano il 
CAC per determinare se tale accesso è consentito oppure no. 
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3.3.1  I priviliegi del JCRE-context 
 
Poichè il JCRE-context rappresenta il contesto di sistema, esso possiede 
alcuni privilegi speciali non concessi a tutti gli altri contesti. 
Tra questi privilegi vi è quello che consente al JCRE-context di invocare 
uno qualsiasi dei metodi appartenenti ad un qualunque altro livello di con-
testo, effettuando eventualmente una commutazione di contesto se il 
contesto cui appartiene il metodo invocato non coincide col JCRE-context. 
L’altro importante privilegio è quello che il JCRE-context può accedere, 
non solo ai metodi di altri contesti, ma anche ai campi-dati di altri contesti 
e dunque può entrare a tutti gli effetti nel contesto di una applet. 
Nonostante queste libertà, in realtà dal JCRE-context si accede solamente 
ai metodi install, select, process, deselect e getShereableInterfaceObject 
definiti in una applet. 
Generalmente il JCRE-context è il CAC quando la JCVM inizia a lavorare 
dopo un reset della carta. In sostanza possiamo affermare che il JCRE-
context è il “root” dei contesti di una carta e solitamente si trova ad essere 
o il CAC oppure la testa dello stack nel quale si salvano i contesti prece-
denti a seguito di una commutazione di contesto. 
 
 
Figura 3.3 : Accesso del JCRE ad altri contesti 
 
 
3.3.2  Commutazioni di contesto 
 
A seguito di un tentativo di accesso ad un oggetto di un applet vengono 
effettuati alcuni controlli per verificare se l’accesso a tale oggetto può es-
sere consentito oppure no. 
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Se l’accesso non è consentito viene sollevata una eccezione. 
Se invece l’accesso è consentito, la JCVM determina se è prevista oppure 
no una commutazione di contesto. 
Durante una commutazione di contesto, il precedente contesto viene 
salvato in uno stack interno alla JCVM ed il nuovo contesto in cui il siste-
ma è commutato diviene il CAC.  
Subito dopo la terminazione del metodo che ha provocato la commu-
tazione di contesto, la JCVM provvederà a ripristinare il contesto giusto, 
prelevandolo dallo stack in cui precedentemente era stato salvato; il con-
testo originale, quello cioè del chiamante del metodo, viene prelevato dalla 
cima dello stack e ripristinato come CAC.  
Il fenomeno della commutazione dei contesti può avvenire in forma 
innestata anche se esiste un numero massimo di commutazioni innestate 
consentite che coincide con la dimensione massima dello spazio di memo-
ria previsto per lo stack che deve provvedere a memorizzare, per ciascuna 
commutazione, il precedente valore del CAC. 
 
La maggior parte dei metodi invocati nelle applet non prevedono una com-
mutazione di contesto; soltanto alcuni particolari metodi, che vedremo più 
avanti, prevedono la commutazione di contesto. 
 
 
3.3.3  Gli oggetti condivisi e l’iterazione tra applet 
 
Per quanto abbiamo detto sino ad ora sembrerebbe che il Firewall si 
preoccupi solo di evitare che un oggetto possa essere acceduto da una 
applet appartenente ad un contesto diverso da quello cui appartiene 
l’oggetto stesso. 
In definitiva il Firewall sembrerebbe solo confinare tutte le azioni di una 
applet all’interno del suo contesto. Se il Firewall fosse semplicemente 
questo, non sarebbero consentite interazioni tra applet che invece sono 
necessarie. Ecco dunque che per consentire ad una applet di interagire 
con applet di altri contesti oppure col JCRE-context sono previsti dei ben 
definiti e sicuri meccanismi, previsti nella Java Card Application Program-
ming Interface (Java Card API) [4], e che sono: 
 
- JCRE Entry Point Object; 
- Global Array; 
- Shareable Interface. 
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3.3.3.1  JCRE Entry Point Object 
 
Un sistema sicuro ha necessità che un livello di contesto di applet possa 
richiedere dei servizi al livello privilegiato del JCRE-context invocando dei 
metodi che appartengono proprio a quest’ultimo contesto. 
I JCRE Entry Point Object, oggetti che appartengono al JCRE-context, 
mettono a disposizione delle applet dei metodi che, se invocati, produ-
cono una commutazione di contesto che permette al Firewall di garantire 
la sicurezza della carta. 
Il metodo detto di entry point viene eseguito solo dopo che il Firewall ha 
verificato che tutti i parametri passati nella chiamata del metodo sono ac-
cessibili nel JCRE-context, ovvero nel contesto in cui si porterà il sistema 
dopo l’invocazione del metodo di entry point.  
 
 
Figura 3.4 : Accesso al JCRE-context mediante JCRE Entry Point Object 
(JCRE EPO) 
 
 
Esistono due diversi tipi di JCRE Entry Point Object: i Temporary Entry 
Point Object che possono essere invocati da ogni contesto ma che il 
Firewall controlla che non vengano istanziati in variabili di classe o in 
componenti di array (esempi di Temporary JCRE Entry Point Object sono 
l’APDU Object e tutti i metodi JCRE Entry Point Object utilizzati per le 
eccezioni) ed i Permanent JCRE Entry Point Object i cui riferimenti 
possono essere salvati in qualsiasi campo e liberamente riutilizzati 
(esempi di Permanent JCRE Entry Point Object sono le istanze di AID). 
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Ecco quindi come si concretizza la possibilità concessa dal Firewall alle 
applet di poter invocare metodi del JCRE-context. Da sottolineare che solo 
i metodi dei JCRE Entry Point Object possono essere invocati attra-
versando il Firewall che separa il JCRE-context (cui i JCRE EPO appar-
tengono) dai contesti di applet in cui sono invocati. I campi-dati di questi 
oggetti sono protetti dal Firewall e possono essere acceduti solo dal 
JCRE-context. 
 
Chi designa un oggetto come JCRE Entry Point Object? Spetta ovvia-
mente a coloro che implementano il JCRE produrre dei meccanismi 
attraverso i quali vengono designati oggetti come JCRE Entry Point Object 
e vengono definiti come temporary o permanent. 
 
 
3.3.3.2  Global Array 
 
I Global Array sono temporary global array object ed appartengono al 
JCRE-context ma possono essere acceduti da tutti i contesti. 
 
 
 
 
Figura 3.5 : Accesso al JCRE-context mediante JCRE Entry Point Object 
(JCRE EPO) e Global Array Object (GAO) 
 
Come per i Temporary JCRE Entry Point Object anche i riferimenti a 
Global Array non possono essere salvati in variabili di classe o 
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componenti di array e questo per garantire che non si verifichi un loro ri-
uso non autorizzato.  
Come per gli Entry Point Object, spetta ovviamente a coloro che imple-
mentano il JCRE produrre dei meccanismi attraverso i quali vengono 
designati oggetti come global array . 
Gli unici esempi di global array attualmente utilizzati nella Java Card API 
sono l’APDU Buffer e il bArray, l’array utilizzato nel metodo install per 
passare i parametri necessari all’istallazione di una applet. 
 
 
3.3.3.3  Shareable Interface 
 
Le Shareable interface sono gli strumenti che consentono una sicura 
interazione tra applet. 
Una shareable interface definisce un insieme di metodi shareable che 
possono essere invocati da un contesto anche se lo shareable interface 
object (SIO) che implementa tale metodo appartiene ad una applet di un 
altro contesto. 
 
 
Figura 3.6 : Accesso ad applet di altri contesti mediante Shareable 
Interface Object (SIO) 
 
Per il contesto dell’applet cui appartiene, un SIO rappresenta un comu-
nissimo oggetto i cui metodi e campi-dati possono essere acceduti; per 
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tutti gli altri contesti invece il SIO è una istanza di una Shareable Interface 
e solo i metodi definiti nella Shareable Interface possono essere acceduti; 
i campi-dati e gli altri metodi del SIO sono invece protetti dal Firewall e 
dunque possono essere acceduti solo da applet che appartengono al me-
desimo contesto. 
 
 
3.3.4  Meccanismo di interazione tra applet 
 
Di seguito ilustriamo nel dettaglio il meccanismo mediante il quale una 
applet mette a disposizione ad altre applet una shareable interface: 
 
Supponiamo che l’applet Alice intenda mettere a disposizione di altre 
applet una serie di servizi (attraverso dei metodi che le altre applet 
possono invocare). Vediamo il meccanismo previsto per poter mettere 
effettivamente a disposizione di altre applet i servizi. 
 
1) Alice per prima cosa definisce una Shareable Interface (SI) che 
estende la javacard.framework.Shareable. I servizi che Alice vuole 
rendere accessibili ad altre applet debbono essere definiti come 
metodi della SI appena creata; 
2) Alice adesso definisce una classe C che implementa la Shareable 
Interface SI, ovvero C implementa i metodi definiti in SI. 
Eventualmente in C possono essere definiti anche altri metodi o 
campi-dati, ma solo i metodi definiti nella SI saranno accessibili 
attraverso il Firewall, tutti gli altri metodi e tutti i campi-dati definiti 
nella classe sono invece protetti dal Firewall e dunque sono 
accessibili solo dal medesimo contesto a cui appartengono; 
3) Alice crea una istanza O della classe C. O appartiene al contesto di 
Alice e dunque il Firewall assicura ad Alice che solo un applet 
appartenente al suo contesto può accedere a tutti i campi e metodi 
di O. 
 
Supponiamo adesso che l’applet Bob voglia accedere ad un servizio 
offerto da Alice, vediamo le azioni che deve eseguire (Figura 3.7): 
 
1) Bob per prima cosa invoca il metodo del JCRE-context 
getAppletShareableInterfaceObject per richiedere ad Alice un 
riferimento al SIO (effettuando dunque una commutazione di 
contesto dal contesto di Bob al JCRE-context); 
2) il JCRE invoca, sfruttando i suoi privilegi, il metodo 
getShareableInterfaceObject di Alice (effettuando dunque una 
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commutazione di contesto dal JCRE-context al contesto di Alice) 
passandole come parametri l’AID di Bob e l’identificativo del 
servizio richiesto da Bob;  
3) se Alice accetta di condividere con Bob il servizio, fornisce un 
riferimento di O a Bob, altrimenti ritorna Null; 
4) Bob verifica il valore che è ritornato il metodo getApplet-
ShareableInterfaceObject. Se è il SIO da Alice, lo salva per riutiliz-
zarlo; se invece la getAppletShareableInterfaceObject è ritornata 
Null, allora Bob non ha possibilità di accedere al servizio di Alice; 
5) se il metodo getAppletShareableInterfaceObject è ritornato un SIO, 
da questo momento Bob può invocare, attraverso il SIO, solo i 
metodi shareable del SIO; i campi-dati ed i metodi non shareable di 
O sono protetti dal Firewall che impedisce a Bob di accedervi. 
 
 
 
Figura 3.7 : Meccanismo di interazione tra applet 
 
Ogni qualvolta Bob decide di invocare un servizio (metodo condiviso) di 
Alice avviene una commutazione di contesto tra il contesto di Bob e quello 
di Alice. Dopo tale commutazione di contesto il Firewall consente al me-
todo della SI di accedere a tutti i campi-dati ed i metodi di O e di tutti gli 
oggetti che appartengono al contesto di Alice, in quanto, a seguito della 
commutazione di contesto, ci troviamo ad operare nel contesto di Alice. 
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Allo stesso tempo però il Firewall ci garantisce che campi-dati e metodi 
non condivisi del contesto di Bob non possano essere acceduti. 
Analogamente, quando viene ripristinato il CAC precedente (ovvero 
quando Bob ha terminato di utilizzare il servizio di Alice) il Firewall ci 
garantisce che Bob non possa invocare niente del contesto di Alice se non 
i suoi metodi condivisi. 
 
Concludendo possiamo affermare che la Shareable Interface possiede 
una speciale proprietà: i suoi metodi possono essere invocati “filtrando” 
attraverso il Firewall mediante una commutazione di contesto. 
 
 
Figura 3.8 : Commutazioni di contesto 
 
 
3.3.4.1  Il metodo Applet.getShareableInterfaceObject  
 
Abbiamo visto che il metodo getShareableInterfaceObject viene invocato 
dal JCRE-context. Questo metodo è implementato da tutte le applet che 
vogliono rendere condivisibili dei servizi con altre applet (nel nostro 
esempio da Alice) e può prevedere dei controlli per verificare se colui che 
ha fatto richiesta del servizio è autorizzato a riceverlo oppure se il servizio 
richiesto è effettivamente disponibile. Nel caso in cui la richesta di servizio 
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non possa essere autorizzata, il metodo ritorna Null. Altrimenti il metodo 
ritorna un SIO della Shareable Interface richiesta. 
 
 
3.3.4.2  Il metodo 
JCSystem.getAppletShareableInterfaceObject 
 
Abbiamo visto che il metodo getAppletShareableinterfaceObject viene 
invocato dall’applet che intende richiedere un servizio ad un’altra applet 
(nel nostro esempio da Bob). 
L’implementazione di tale metodo è demandata al JCRE che provvede 
affinché, ad ogni invocazione del metodo, siano garantiti i seguenti con-
trolli: 
1) l’AID dell’applet a cui viene richiesto il servizio (nell’esempio l’AID di 
Alice) sia effettivamente registrato in una apposita tabella interna. 
Verifica in sostanza che l’applet della quale si richiede il servizio sia 
già registrata ed attiva sulla carta. Se l’applet richiesta non viene 
trovata il metodo ritorna Null; 
2) se l’AID dell’applet a cui viene richiesto il servizio è registrata nella 
tabella interna, allora viene invocato il metodo getShareable-
InterfaceObject di quell’applet passandogli come parametri l’AID 
dell’applet che ha richiesto il servizio (nell’esempio l’AID di Bob) e 
gli eventuali parametri utili a determinare il tipo di servizio richiesto 
dall’applet cliente. A seguito dell’invocazione del metodo si ha una 
commutazione di contesto dal JCRE-context al contesto dell’applet 
server (nell’esempio al contesto di Alice);  
3) l’applet server restituisce un SIO oppure Null che il metodo 
getAppletShareableInterfaceObject provvede a ritornare all’applet 
client. 
 
 
3.3.5  Regole di accesso a classi ed oggetti 
 
Concludiamo questa nostra analisi del meccanismo di sicurezza dinamica 
implementato sulle Java Card elencando tutti i controlli che vengono 
effettuati dalla JCVM per garantire la sicurezza di tale meccanismo. 
Un oggetto o una classe vengono acceduti ogni qualvolta viene eseguito 
un particolare bytecode; a seconda del bytecode eseguito la Java Card 
VM effettua i controlli di seguito riportati: 
 
1) Accesso a campi statici di una classe   
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Bytecodes interessati: getstatic, putstatic 
 
9 Se il CAC è il JCRE-context allora l’accesso è consentito. 
U Se il bytecode è putstatic  ed il campo dati interessato 
dall’operazione è di tipo reference ed il valore da inserire 
nel campo dati della classe è un riferimento ad un JCRE 
Temporary Entry Point Object o ad un global Array, allora 
l’accesso è negato. 
U In tutti gli altri casi l’accesso è negato. 
 
2) Accesso ad un oggetto di tipo array  
Bytecodes interessati: <T>aload, <T>astore, arralength, 
checkcast, instanceof 
 
9 Se il CAC è il JCRE-context allora l’accesso è consentito. 
9 Se l’array appartiene ad una applet del CAC l’accesso è 
consentito. 
9 Se l’array è designato global l’accesso è consentito. 
U Se il bytecode è aastore  ed il campo dati interessato 
dall’operazione è di tipo reference ed il valore da inserire 
nel campo dati della classe è un riferimento ad un JCRE 
Temporary Entry Point Object o ad un global Array, allora 
l’accesso è negato. 
U In tutti gli altri casi l’accesso è negato. 
 
3) Accesso a campi di una istanza di una classe  
Bytecodes interessati: getfield, putfield 
 
9 Se il CAC è il JCRE-context allora l’accesso è consentito. 
9 Se il campo appartiene ad una applet del CAC l’accesso è 
consentito. 
U Se il bytecode è putfield  ed il campo dati interessato 
dall’operazione è di tipo reference ed il valore da inserire 
nel campo dati della classe è un riferimento ad un JCRE 
Temporary Entry Point Object o ad un global Array, allora 
l’accesso è negato. 
U In tutti gli altri casi l’accesso è negato. 
 
4) Accesso ai metodi di una istanza di una classe  
Bytecodes interessati: invokevirtual 
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9 Se il metodo appartiene ad una applet del CAC l’accesso è 
consentito. 
9 Se il metodo è designato come un JCRE Entry Point Object 
l’accesso è consentito. Viene effettuata una commutazione 
di contesto al contesto del metodo invocato. 
9 Se il CAC è il JCRE-context l’accesso è consentito. Viene 
effettuata una commutazione di contesto al contesto del 
metodo invocato. 
U In tutti gli altri casi l’accesso è negato. 
 
5) Accesso ai metodi di una interfaccia standard 
Bytecodes interessati: invokeinterface 
 
9 Se il metodo appartiene ad una applet del CAC l’accesso è 
consentito. 
9 Se il metodo è designato come un JCRE Entry Point Object 
l’accesso è consentito. Viene effettuata una commutazione 
di contesto al contesto del metodo invocato. 
9 Se il CAC è il JCRE-context l’accesso è consentito. Viene 
effettuata una commutazione di contesto al contesto del 
metodo invocato. 
U In tutti gli altri casi l’accesso è negato. 
 
6) Accesso ai metodi di una interfaccia condivisa  
Bytecodes interessati: invokeinterface 
 
9 Se il metodo appartiene ad una applet del CAC l’accesso è 
consentito. 
9 Se la classe cui appartiene l’oggetto implementa una 
shareable interface e se l’interfaccia invocata estende una 
shareable interface allora l’accesso è consentito. Viene 
effettuata una commutazione di contesto al contesto del 
metodo invocato. 
9 Se il CAC è il JCRE-context l’accesso è consentito. Viene 
effettuata una commutazione di contesto al contesto del 
metodo invocato. 
U In tutti gli altri casi l’accesso è negato. 
 
7) Accesso ad un oggetto di tipo “eccezione”  
Bytecodes interessati: athrow 
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9 Se il metodo appartiene ad una applet del CAC l’accesso è 
consentito. 
9 Se il metodo è designato come un JCRE Entry Point Object 
l’accesso è consentito.  
9 Se il CAC è il JCRE-context l’accesso è consentito.  
U In tutti gli altri casi l’accesso è negato. 
 
8) Accesso ad una classe  
Bytecodes interessati: checkcast, instanceof 
 
9 Se l’oggetto appartiene ad una applet del CAC l’accesso è 
consentito. 
9 Se il metodo è designato come un JCRE Entry Point Object 
l’accesso è consentito.  
9 Se il CAC è il JCRE-context l’accesso è consentito.  
U In tutti gli altri casi l’accesso è negato. 
 
9) Accesso ad una interfaccia standard  
Bytecodes interessati: checkcast, instanceof 
 
9 Se l’oggetto appartiene ad una applet del CAC l’accesso è 
consentito. 
9 Se il metodo è designato come un JCRE Entry Point Object 
l’accesso è consentito.  
9 Se il CAC è il JCRE-context l’accesso è consentito.  
U In tutti gli altri casi l’accesso è negato. 
 
10) Accesso ad una interfaccia shareable 
 Bytecodes interessati: checkcast, instanceof 
 
9 Se l’oggetto appartiene ad una applet del CAC l’accesso è 
consentito. 
9 Se la classe cui appartiene l’oggetto implementa una 
shareable interface e se l’interfaccia invocata estende una 
shareable interface allora l’accesso è consentito.   
9 Se il CAC è il JCRE-context l’accesso è consentito.  
U In tutti gli altri casi l’accesso è negato. 
 
11) Accesso ad un metodo di un oggetto array 
 Bytecodes interessati: invokevirtual 
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9 Se l’array appartiene ad una applet del CAC l’accesso è 
consentito. 
9 Se l’array è designato global l’accesso è consentito. Viene 
effettuata una commutazione di contesto al contesto del 
metodo invocato. 
9 Se il CAC è il JCRE-context l’accesso è consentito. Viene 
effettuata una commutazione di contesto al contesto del 
metodo invocato. 
U In tutti gli altri casi l’accesso è negato. 
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Capitolo 4  
 
Problemi di sicurezza: il flusso 
illegale di informazioni 
 
 
I meccanismi di sicurezza dinamica, di cui abbiamo parlato nel capitolo 
precedente, non sono tuttavia sufficienti a prevenire alcuni tipi particolari di 
attacco alla sicurezza dell’intero sistema. 
In questo capitolo ci preoccuperemo di analizzare due diverse tipologie di 
attacco alla sicurezza proponendo metodologie e supporti utili per la pro-
grammazione sicura di applet per Java Card multi-applicative. 
 
 
4.1  Una applicazione del meccanismo del 
Firewall 
 
Per comprendere a fondo le due diverse tipologie di attacco alla sicurezza 
occorre partire da un esempio di applicazione che sfrutta appieno tutte le 
potenzialità offerte dal meccanismo del Firewall. 
Nell’esempio che andiamo ad analizzare consideriamo tre applet: Alice, 
Bob e Charlie. Per una trattazione completa dell’esempio si veda A Formal 
Specification of  the Java Card Firewall [5]. 
Alice implementa una Shareable Interface caratterizzata da un metodo 
condiviso chiamato foo. 
Alice è pronta a condividere tale Shareable Interface con Bob ma non con 
Charlie che dunque non risulta autorizzato ad accedere al servizio. 
Quando Alice riceve una richiesta di servizio attraverso la chiamata, da 
parte del JCRE, del metodo getShareableInterfaceObject, per prima cosa 
verifica che l’applet che ha richiesto il servizio sia Bob, confrontando l’AID 
ricevuto come parametro dalla getShareableInterfaceObject con l’AID di 
Bob. Se il richiedente il servizio è proprio Bob allora la getShareable-
InterfaceObject ritorna un riferimento al SIO richiesto, altrimenti ritorna 
Null. 
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Come abbiamo visto nel capitolo precedente, Bob chiederà il servizio foo 
ad Alice invocando il metodo del JCRE-context getAppletShareable-
InterfaceObject. 
Supponiamo adesso che la terza applet Charlie provi a richiedere lo stes-
so servizio (foo) ad Alice senza però averne l’autorizzazione. 
Per richiedere il servizio ad Alice, Charlie invoca il metodo del JCRE-
context getAppletShareableInterfaceObject il quale a sua volta invocherà il 
metodo getShareableInterfaceObject di Alice passandogli, come parame-
tro, l’AID del richiedente del servizio (ovvero l’AID di Charlie). 
Poichè l’applet Charlie non è autorizzata ad accedere al servizio foo, 
quando Alice analizzerà l’AID passotogli dalla getShareableInterface-
Object, confrontandolo con l’AID dell’applet autorizzata ad utilizzare il 
servizio (ovvero l’AID di Bob), verificherà che Charlie non ha l’autorizza-
zione ed il metodo ritornerà Null, impedendo di fatto a Charlie di utilizzare 
il servizio richiesto. 
  
 
4.2  Un primo esempio di flusso illegale di 
informazioni 
 
Supponiamo adesso che, inavvertitamente oppure volontariamente, Bob 
faccia trapelare il riferimento al SIO di Alice all’applet Charlie. 
Adesso Charlie, possedendo direttamente il riferimento al SIO, non ha 
bisogno di invocare il metodo del JCRE-context getAppletShareable-
InterfaceObject per richiedere il servizio foo di Alice, basterà che sempli-
cemente invochi il servizio di Alice utilizzando il riferimento al SIO ricevuto 
inavvertitamente da Bob. 
 
Per come abbiamo visto lo sviluppo dell’applicazione sino a questo mo-
mento, Alice effettua l’unico controllo sull’identità del richiedente il servzio 
foo all’interno del metodo getShareableInterfaceObject  facendo due sup-
posizioni più che legittime: 
1) Quando una applet client intende richiederle per la prima volta un 
servizio ne richiede il SIO attraverso il metodo del JCRE-context 
getAppletShareableInterfaceObject; 
2) Quando una applet che ne ha fatto richiesta riceve un riferimento al 
SIO, quest’ultima lo salva per effettuare ulteriori accessi al servizio 
senza dover richiedere ogni volta il SIO, nella certezza di non far 
trapelare il riferimento al SIO ad altre applet non autorizzate. 
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É proprio quest’ultima supposizione che viene, inavvertitamente o volonta-
riamente, disattesa da Bob.  
Quando Charlie effettua una chiamata al metodo foo attraverso il SIO rice-
vuto da Bob, Alice, forte delle supposizioni viste sopra, concede il servizio 
a Charlie che dunque ottiene delle informazioni non autorizzate. Abbiamo 
così realizzato un flusso illegale di informazioni. 
 
  public class Alice extends Applet implements MSI { 
     private Secret ObjectSecret; 
     public Shareable getShareableInterfaceObject (AID Client) { 
         if (client.equals(BobAID))  
             return (this);   
         return null;  
     }   
     public Secret foo () {  
         Secret Response;   
         Response = ObjectSecret; 
         return Response;  
     } 
 }  
 
  
 public class Bob extends Applet { 
 
   public static MSI AliceObj; 
   public void bar () { 
     AliceObj= (MSI)  
     GetAppletShareable- 
     InterfaceObject(AliceAID);      
   } 
 } 
 
 public class Charlie extends Applet { 
 
private static MSI AliceObjj 
private static Secret AliceSecret; 
public void bar () { 
AliceObj = Bob.AliceObj; 
AliceSecret = AliceObj.foo (); 
   } 
 } 
 
Figura 4.1 : Sistema Alice - Bob - Charlie con presenza di flusso illegale di 
informazioni 
 
 
4.3  Difesa da applet non corrette 
 
Prima di illustrare la soluzione al problema esposto di flusso illegale di in-
formazioni occorre effettuare una precisazione importante. 
L’esempio di flusso illegale di informazioni potrebbe farci pensare che il 
sistema di sicurezza dinamica realizzato dal JCRE non sia sufficiente. In 
realtà il meccanismo di sicurezza dinamica previsto dalle Java Card è 
sufficiente a garantire una efficace politica di sicurezza. Se tutte le applet 
di una applicazione sono scritte correttamente, secondo quanto previsto 
da Java Card Runtime Environment Specification [2], abbiamo la garanzia 
che tutti i dati ed i metodi non condivisi potranno essere acceduti solo da 
applet appartenenti allo stesso contesto e che i servizi condivisi saranno 
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accessibili solo alle applet autorizzate (secondo le modalità imposte dal-
l’applicazione). 
 
L’aspetto che stiamo analizzando prende invece in considerazione l’ipotesi 
che, in tempi anche successivi, possano essere installate sulla carta delle 
applet implementate non correttamente (con o senza dolo) che potrebbero 
danneggiare il sistema agente sulla carta e, nei nostri casi di studio, 
generare un flusso illegale di informazioni, precedentemente non presen-
te. 
 
Nell’esempio illustrato nel paragrafo precedente abbiamo potuto evincere 
che una scrittura erronea (volontaria o involontaria) dell’applet Bob (che 
ad esempio passa a Charlie il riferimento al SIO del metodo foo di Alice) 
può provocare un flusso illegale di informazioni. 
 
 
4.4  La soluzione: uso del metodo 
JCSystem.getPreviousContextAID() 
 
Quello che vogliamo adesso verificare è se esistono degli accorgimenti 
che il programmatore di applet può adottare affinché, nel momento in cui 
decide di mettere a disposizione di applet client dei servizi (metodi 
condivisi), sia possibile effettuare controlli sulle applet che accedono a 
questi servizi condivisi, evitando così che informazioni confidenziali 
dell’applet server possano essere trasmesse ad applet non autorizzate a 
riceverle. 
 
Ragionando sull’esempio in esame, noi vogliamo verificare se esistono 
degli strumenti che consentano ad Alice di evitare di offrire il proprio 
servizio foo a Charlie anche a seguito di una non corretta implementazio-
ne dell’applet Bob. 
Quello che in sostanza vogliamo verificare è se è possibile rafforzare 
l’implementazione dell’applet server Alice in modo da garantirne la 
sicurezza e la confidenzialità anche a seguito dell’installazione sulla carta 
di applet client non corrette che con essa verranno ad interagire. 
 
Per realizzare questo dobbiamo far cadere una parte di una delle due sup-
posizioni su cui si era fondata l’implementazione dell’applet server Alice 
ovvero:  “Quando una applet che ne ha fatto richiesta riceve un riferimento 
al SIO, quest’ultima lo salva per effettuare ulteriori accessi al servizio 
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senza dover richiedere ogni volta il SIO, nella certezza di non far trapelare 
il riferimento al SIO ad altre applet non autorizzate”. 
 
Supponendo adesso che una applet (nell’esempio Charlie) possa ottenere 
il riferimento al SIO del servizio condiviso del server (nell’esempio di Alice) 
non direttamente dall’applet server col procedimento noto, bensì da un 
altra applet client, dobbiamo introdurre nel metodo condiviso (servizio) 
dell’applet server un ulteriore controllo tale da verificare se l’applet che sta 
effettuando l’accesso al servizio abbia effettivamente l’autorizzazione ad 
accedervi oppure no. In questo modo anche una applet client che avesse 
ottenuto in modo irregolare il SIO verrebbe comunque bloccata dal server 
proprio all’interno del servizio stesso. 
 
In letteratura questo tipo di flusso illegale di informazioni è stato risolto 
mediante l’uso di un metodo del JCRE-context, il getPreviousContextAID 
[5,8], in grado di ritornare l’AID dell’applet attiva immediatamente prima 
dell’ultima commutazione di contesto. 
 
Se dunque immaginiamo di invocare la getPreviousContextAID come 
prima istruzione all’interno del metodo condiviso,  tale metodo ritornerà 
l’AID dell’applet client che ha invocato il servizio (dato che l’invocazione di 
un servizio condiviso mediante il SIO comporta una commutazione di 
contesto dal contesto dell’applet client chiamante al contesto dell’applet 
server cui il servizio appartiene). 
Adesso l’applet server può confrontare l’AID ottenuto dal metodo get-
PreviousContextAID con la lista delle applet client autorizzate ad acce-
dere al servizio e, se non appartiene alla lista, può negare il servizio all’ap-
plet richiedente. 
 
In Figura 4.2 viene mostrato il codice modificato delle tre applet del nostro 
esempio di studio. 
 
E’ importante che il controllo dell’AID avvenga necessariamente come 
prima istruzione del metodo,  per evitare che eventuali ulteriori commu-
tazioni di contesto (relative ad esempio a chiamate innestate di metodi) 
provochino un errato recupero dell’AID.  
 
In conclusione possiamo stilare una regola che consente di garantire la 
sicurezza di accesso ad un metodo condiviso: 
 
1) In ciascun metodo condiviso occorre invocare, necessariamente 
come prima istruzione del metodo, il metodo getPreviousContext-
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AID per ricavare l’AID dell’applet richiedente il metodo condiviso 
stesso e confrontare tale AID ottenuto con la lista degli AID delle 
applet autorizzate ad utilizzare il metodo condiviso. Se l’AID in 
questione non appartiene alla lista, allora l’esecuzione del metodo 
condiviso deve essere conclusa. 
 
 
  public class Alice extends Applet implements MSI { 
     private Secret ObjectSecret; 
     public Shareable getShareableInterfaceObject (AID Client) { 
       if (client.equals(BobAID))  
           return (this);   
       return null;  
     }   
     public Secret foo () {  
       AID Client;   
       Secret Response;   
       Client = getPreviousContextAID(); 
       if(client.equals(BobAID))  
          Response = ObjectSecret; 
       return Response;  
     } 
 } 
 
 
 public class Bob extends Applet { 
 
   public static MSI AliceObj; 
   public void bar () { 
     AliceObj= (MSI)  
     GetAppletShareable- 
     InterfaceObject(AliceAID);      
   } 
 } 
 
 public class Charlie extends Applet { 
 
private static MSI AliceObjj 
private static Secret AliceSecret; 
public void bar () { 
AliceObj = Bob.AliceObj; 
AliceSecret = AliceObj.foo (); 
   } 
 } 
 
Figura 4.2 : Sistema Alice - Bob - Charlie modificato senza flusso illegale 
di informazioni 
 
 
4.5  Un secondo esempio di flusso illegale di 
informazioni 
 
Quello che andremo adesso ad analizzare rappresenta un altro esempio 
di flusso illegale di informazioni che non è risolvibile semplicemente 
rispettando la regola formulata al termine del precedente paragrafo. 
 
Per rendere ancora più chiaro il significato dell’esempio utilizzeremo, 
anzichè tre generiche applet, un tipico esempio di Java Card multi-
applicativa rappresentato dal borsellino elettronico (electronic purse o più 
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semplicemente Purse) che interagisce con due applet che gestiscono due 
diverse loyalty (raccolte punti): una applicazione per coloro che viaggiano 
spesso in aereo (che chiameremo AirFrance) ed una invece che gestisce i 
punti accumulati presso un noleggio di auto (che chiameremo RentaCar). 
Quando il proprietario della carta vuole sottoscrivere una raccolta punti 
(loyalty) con una determinata attività (nel nostro esempio con Air France 
per i voli aerei e con RentaCar per il noleggio delle auto) basterà che 
scarichi la corrispondente loyalty applet sulla propria carta. Questa applet 
scaricata dovrà interagire con Purse, in particolare per conoscere le tran-
sazioni effettuate sul borsellino al fine di aggiornare la raccolta dei punti in 
accordo con le transazioni stesse. 
Nel nostro esempio AirFrance dovrà aggiungere chilometri di volo gratuiti 
al proprietario della carta ogni volta che questo acquisti con Purse un 
biglietto aereo su voli Air France (il proprietario della carta utilizzerà i chi-
lometri accumulati per acquistare biglietti di volo Air France gratuiti per 
tratte di chilometraggio equivalente), mentre RentaCar dovrà aggiungere 
ore di noleggio auto gratuite al proprietario della carta ogni volta che 
questo effettui noleggi di auto attraverso le catene di noleggio  accreditate. 
Può inoltre esistere la possibilità di scambiare o sommare i punti raccolti 
attraverso diverse loyalty partner: per esempio i punti raccolti con Rent-
aCar possono essere sommati con quelli raccolti da AirFrance per acqui-
stare un biglietto di volo gratuito per una tratta più lunga (ovviamente 
sacrificando i punti raccolti per il noleggio gratuito di una auto) . 
 
Il caso di studio che abbiamo sin qui descritto in versione semplificata  è 
stato implementato da Gemplus - Pacap. Per una trattazione completa  
dell’esempio si veda Electronic Purse Applet Certification: extended ab-
stract [6]. 
 
Nel caso di studio che analizziamo, il purse ha una Shareable Interface 
(getTransaction) utilizzata dalle loyalty per consentire a ciascuna di queste 
di prelevare le proprie transazioni e calcolare i relativi punti, mentre 
ciascuna loyalty ha una Shareable Interface (getBalance) messa a 
disposizione delle altre loyalty partner per prelevare i punti accumulati ed 
eventualmente sommarli ai propri. 
 
Nel caso di studio si suppone che tutte le principali funzioni offerte da Java 
(verificatore del bytecode) e dalle Java Card (il Firewall) per garantire la 
sicurezza siano rispettate da Purse.  
Dopo aver descritto il caso di studio passiamo ad analizzare come si 
genera il flusso illegale di informazioni. 
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La struttura dati transactionLog di Purse, che contiene l’elenco delle ultime 
transazioni effettuate attraverso Purse, è un campo che può contenere un 
numero di transazioni limitato. Dopo un certo numero di transazioni 
dunque, tale campo si riempirà e le successive transazioni effettuate 
verranno registrate nel campo transactionLog semplicemente sopra-
scrivendo le transazioni presenti. Così facendo, se una loyalty non è 
informata di quando il transactionLog è pieno, può succedere che veda 
soprascritta una sua transazione che così andrà perduta e con essa 
andranno persi anche i relativi punti raccolti da quella operazione.  
Per evitare che si possano soprascrivere transazioni non ancora utilizzate 
da una loyalty per il calcolo dei punti, un servizio di logfull è proposto da 
Purse alle loyalty. Quando il transactionLog è pieno (e dunque una nuova 
transazione andrà a soprascrivere una vecchia transazione presente nel 
campo) Purse chiamerà il metodo logfull delle loyalty applet che hanno 
sottoscritto con Purse il servizio per informarle che il campo transaction-
Log è pieno e per consentire loro di scaricare le transazioni di interesse 
del transactionLog prima che vengano distrutte e soprascritte da nuove 
transazioni in arrivo. 
 
Abbiamo detto che il purse chiamerà il metodo logfull solo per le loyalty 
applet che hanno sottoscritto il servizio e dunque che hanno pagato una 
certa cifra per averlo. 
Adesso noi supporremo che AirFrance abbia sottoscritto il servizio di 
logfull mentre RentaCar abbia scelto di non sottoscriverlo e dunque di non 
usufruire di tale possibilità, rischiando così di perdere qualche transazione 
utile per incrementare il proprio paniere di punti. 
 
Dimostreremo con un semplice esempio come RentaCar possa riuscire 
ugualmente ad ottenere lo stesso servizio di logfull senza però averlo 
sottoscritto. 
 
Quando il transactionLog è pieno, Purse lancia il metodo logfull di 
AirFrance, l’unica loyalty che ha sottoscritto questo servizio.  
Nella Figura 4.3 sono rappresentate, mediante frecce, tutte le chiamate a 
metodi condivisi invocate dal momento in cui viene lanciato il metodo 
logFull (freccia n. 1) e fino al suo ritorno (freccia n.6).  
All’interno di questo metodo, AirFrance esegue nell’ordine le seguenti 
operazioni: 
 
1) preleva dalla struttura dati transactionLog di Purse le transazioni 
relative ad AirFrance per il calcolo dei propri punti (mediante la 
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chiamata a metodo condiviso getTransaction rappresentata in 
Figura 4.3 dalle frecce n. 2 e 3); 
2) aggiorna il campo-dati balance relativo ai punti totalizzati con Air- 
France; 
3) aggiorna il campo extended_balance che contiene i propri punti 
raccolti sommati a tutti i punti finora raccolti dalle loyalty partner 
(mediante la chiamata a metodo condiviso getBalance  rappresen-
tata in Figura 4.3 dalle frecce n. 4 e 5). 
 
È proprio quest’ultima operazione che rappresenta un problema: per 
aggiornare il campo extended_balance infatti, AirFrance lancia il metodo 
getbalance delle loyalty partner (in questo esempio solo di RentaCar). 
In questo caso, quando RentaCar si vede leggere il proprio campo 
balance da AirFrance, può capire che il campo transactionLog di Purse è 
 
 
Figura 4.3 : Sistema Purse - AirFrance - RentaCar 
 
pieno e può così chiamare anch’egli il metodo getTransaction di Purse 
(frecce n. 5 e 6 di Figura 4.4) per ricevere le proprie transazioni, ottenendo 
così lo stesso servizio per il quale AirFrance ha pagato ed invece Rent-
aCar no.  
 
Questo esempio rappresenta una fuga di informazioni da AirFrance verso 
RentaCar che costituisce un vero e proprio flusso illecito di informazioni 
che vogliamo poter rilevare ed eventualmente evitare. 
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Figura 4.4 : Sistema Purse - AirFrance- RentaCar con flusso illegale   
 
 
4.6  Possibile soluzione al problema di flusso 
illegale 
 
Purtroppo, abbiamo detto, questo flusso illecito di informazioni non può 
essere rilevato dal meccanismo del Firewall che consente la chiamata di 
metodo provvedendo a verificare semplicemente se il metodo invocato è 
una Shareable Interface oppure no.  
 
Neppure l’uso del metodo getPreviousContextAID all’interno del metodo 
getTransaction di Purse evita questo flusso non autorizzato di informazioni 
in quanto sia AirFrance che RentaCar utilizzano lo stesso metodo 
condiviso, in condizioni normali, per accedere, periodicamente, ciascuno 
alle proprie transazioni presenti nel transactionLog di Purse; dunque 
entrambe le applet avranno il proprio AID contenuto nella lista delle applet 
autorizzate ad accedere al servizio offerto dal metodo getTransaction. 
 
Per individuare lo strumento più adatto ad evitare il flusso illegale di 
informazioni occorre per prima cosa individuare la ragione per la quale 
questo flusso illecito si verifica. 
 
Nel nostro primo esempio il flusso illecito era dovuto al fatto che una 
applet, volutamente o no, aveva passato un riferimento al SIO ad una 
applet non autorizzata ad utilizzarlo. 
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In questo caso di studio invece il flusso illecito si realizza nel momento in 
cui, all’interno del metodo condiviso getBalance si invoca il metodo 
shareable getTransaction. 
Il flusso illecito di informazioni si ottiene quindi a seguito del formarsi di 
una catena circolare di chiamate innestate a metodi condivisi, così come è 
illustrato nella Figura 4.5. 
 
Nelle Figure 4.6 e 4.7 che seguono vengono rispettivamente illustrati gli 
accessi consentiti al metodo getTransaction e l’accesso che produce un 
flusso illecito di informazioni. 
 
 
  
Figura 4.5 : Catena circolare di chiamate innestate a metodi condivisi  
 
Compito quindi del programmatore dell’applet server sarà quello di garan-
tire che, all’interno di un servizio da lui offerto ad alcune applet client, sia 
possibile accedere a metodi condivisi del server solo ad applet che abbia-
no sottoscritto quel servizio. 
 
Nel nostro esempio, il programmatore dovrà poter garantire che, a seguito 
dell’utilizzo del servizio di logFull da parte di Purse, all’interno di questo 
servizio, metodi condivisi di Purse a rischio di flusso illegale siano acces-
sibili solo da loyalty che abbiano sottoscritto il servizio di logFull. 
 
Per garantire questa possibilità è necessario introdurre qualche struttura 
dati aggiuntiva al Purse. 
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Figura 4.6 : Accessi consentiti al metodo getTransaction di Purse 
 
 
 
Figura 4.7 : Accesso a getTransaction di Purse attraverso getbalance 
(flusso illegale) 
 
Abbiamo preso in considerazione due possibili strategie delle quali 
passeremo ad analizzare gli aspetti, i pregi ed i difetti scegliendo poi la 
soluzione più conveniente e più generale possibile. Tale soluzione sarà 
utilizzata per verificare l’efficacia del metodo proposto da un punto di vista 
implementativo. 
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La prima soluzione prospettata è quella di aggiungere alla struttura dati di 
Purse solo un campo booleano, definito notNested, che possa indicare 
quando non sia opportuno effettuare una catena circolare di chiamate 
innestate a metodi condivisi. 
Questa soluzione sfrutta una struttura dati che è sicuramente presente 
all’interno dell’applet che gestisce un servizio a pagamento, ovvero una 
lista degli AID delle applet che hanno sottoscritto quel servizio. 
 
La soluzione impone di: 
1) settare la variabile notNested a true subito prima di lanciare il 
servizio di logFull; 
2) aggiungere un ulteriore controllo in testa al metodo condiviso che 
non vogliamo generi flusso illegale (nell’esempio getTransaction). 
Dopo aver ricavato l’AID dell’applet che ha richiesto il servizio 
(attraverso la getPreviousContextAID), occorre non soltanto con-
frontare tale AID con la lista delle applet autorizzate ad utilizzare il 
metodo con-diviso (garantisce dal primo tipo di flusso illegale di 
informazioni) ma dobbiamo anche garantire, se notNested è settato 
a true, che l’AID ottenuto appartenga alla lista delle applet che 
hanno sotto-scritto il servizio (nell’esempio il servizio di logFull); 
3) resettare la variabile notNested a false subito dopo aver concluso il 
servizio di logFull. 
 
Il pregio di questa soluzione è quella di aver aggiunto un numero minimo 
di strutture dati a Purse per implementare questa ulteriore garanzia. 
Il difetto però è rappresentato dalla scalabilità della soluzione proposta 
all’aumentare dei servizi a pagamento offerti da Purse.  
Supponiamo infatti che Purse, oltre al servizio di logFull, offra un ulteriore 
servizio a pagamento. 
Purse avrà bisogno di due liste, una per ciascun servizio offerto, in cui 
inserire gli AID delle applet che hanno sottoscritto il servizio relativo. 
Utilizzando solo il boolean notNested, all’interno dei metodi condivisi che 
non vogliamo che producano flusso illegale, dovremmo essere in grado di 
stabilire quale servizio è attualmente in corso. L’individuazione del servizio 
è infatti necessaria per discriminare quale lista di AID utilizzare per 
determinare l’accesso oppure no al metodo condiviso. 
 
Dovremmo quindi preoccuparci di aggiungere una ulteriore variabile 
denominata ad esempio service che registri il servizio attualmente in ese-
cuzione. 
Inoltre dovremmo preoccuparci di effettuare nella maniera giusta i controlli 
in ciascun metodo condiviso che non vogliamo che produca flusso illegale 
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preoccupandoci di selezionare ogni volta la o le liste di applet dei servizi 
che effettivamente possono utilizzare quel metodo al fine di evitare che: 
 
1) applet autorizzate si vedano negate l’accesso; 
2) applet non autorizzate ottengano l’accesso al metodo generando 
così quel flusso illegale di informazioni che volevamo eliminare. 
 
Una soluzione meno flessibile ma sicuramente più semplice e scalabile è 
quella di prevedere l’utilizzo di una diversa struttura dati che al posto del 
boolean notNested preveda, tra le altre variabili, anche una variabile di 
tipo AID denominata notNestedActiveContext. 
 
Tale variabile, inizializzata a Null, manterrà il valore Null fintanto che le 
catene di chiamate innestate a metodi condivisi saranno consentite. 
Nel momento in cui verrà lanciato un servizio (ad esempio di logFull) a 
partire dal quale, e fino alla cui terminazione, non vogliamo consentire 
catene di chiamate innestate, basterà settare notNestedActiveContext con 
l’AID dell’applet della quale viene invocato il servizio. 
 
Adesso effettuare il controllo di flusso illegale di informazioni è molto più 
semplice; all’interno dei metodi dell’applet Purse che non vogliamo siano 
acceduti in modo innestato (nel nostro esempio di getTransaction) impo-
niamo i seguenti controlli: 
 
1) viene chiamato il metodo JCSystem.getPreviousContextAID che  
ritorna l’AID dell’applet chiamante; 
2) si effettua il classico controllo che confronta l’AID ottenuto al punto 
1) con la lista degli AID delle applet autorizzate ad accedere al 
servizio (previene il primo esempio di flusso illegale di informazio-
ni); se l’AID appartiene alla lista si prosegue, altrimenti l’accesso 
viene negato; 
3) se notNestedActiveContext == Null (è consentito effettuare catene 
di chiamate innestate) l’accesso al metodo viene concesso; 
4) se notNestedActiveContext != Null (non è consentito effettuare 
catene di chiamate innestate) allora il suo valore rappresenta l’AID 
dell’applet verso cui è stato lanciato il servizio; il controllo da 
effettuare è dunque quello di verificare se notNestedActiveContext 
coincide con l’AID ottenuto dal punto 1). Questo significa che il 
metodo è stato chiamato proprio dall’applet che ha ricevuto il 
servizio dunque non siamo nel caso di una catena di chiamate 
innestate che genera flusso illegale di informazioni. Di conseguen-
za l’accesso è consentito. Altrimenti l’accesso viene negato in 
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quanto il metodo è stato acceduto da un applet diversa da quella 
verso cui è stato lanciato il servizio e dunque siamo in presenza di 
una catena di chiamate innestate che può generare un flusso 
illegale di informazioni. 
 
È  facile verificare che la soluzione proposta è scalabile sia rispetto al 
numero di possibili applet che interagiscono con l’applet server, sia rispet-
to al numero di servizi a pagamento messi a disposizione dal server. 
 
Nel prossimo capitolo ci preoccuperemo di produrre una possibile imple-
mentazione del sistema costituito da Purse, AirFrance e RentaCar, pro-
durremo una modifica di RentaCar tale da generare un flusso illegale di 
informazioni ed infine passeremo a dare una implementazione completa  
della soluzione al problema di flusso illegale proposta in questo capitolo. 
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Capitolo 5 
 
Controllo del flusso di 
informazione a runtime 
 
 
In questo capitolo analizzeremo nel dettaglio la soluzione proposta al pro-
blema di flusso illegale di informazioni. 
Per prima cosa analizzeremo una possibile implementazione del caso di 
studio proposto dalla Gemplus - Pacap [6], realizzando i package purse 
airfrance e rentacar con le relative applet Purse, AirFranceApplet e 
RentaCarApplet, che rispettino le specifiche viste nel capitolo precedente. 
Successivamente modificheremo la loyalty RentaCarApplet in modo che si 
verifichi il flusso illegale di informazioni ed infine proporremo una soluzio-
ne implementativa di Purse che eviti tale flusso illegale.  
 
 
5.1  Caratteristiche delle applet del sistema 
 
Prima di passare ad illustrare il codice delle applet che compongono il 
nostro caso di studio occorre, anche per una migliore comprensione del 
caso di studio stesso, presentare alcune caratteristiche delle applet che 
compongono il sistema in esame come la specifica degli AID delle applet, 
la struttura delle APDU di command e di response per le applet e la 
definizione dei parametri identifi-cativi dei metodi condivisi di una applet 
del sistema. 
 
 
5.1.1  Specifica degli AID per le applet del sistema 
 
Nelle Java Card, come abbiamo avuto modo di vedere, ciascuna istanza 
di applet è univocamente identificata e selezionata attraverso un 
Application IDentifier detto AID. Anche ai package viene associato un AID. 
Un AID sappiamo essere costituito da due parti: il RID (5 bytes) ed il PIX 
(da 0 a 11 bytes) . 
Di seguito riportiamo gli AID assegnati ai package ed alle applet dei 
package del nostro sistema: 
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purse AID 
RID 0xa0, 0x00, 0x00, 0x00, 0x62 
Package PIX 0x03, 0x01, 0x0c, 0x01 
Applet PIX 0x03, 0x01, 0x0c, 0x01, 0x01 
 
Tabella 5.1 : Struttura dell‘AID del package purse 
 
airfrance AID 
RID 0xa0, 0x00, 0x00, 0x00, 0x62 
Package PIX 0x03, 0x01, 0x0c, 0x02 
Applet PIX 0x03, 0x01, 0x0c, 0x02, 0x02 
 
Tabella 5.2 : Struttura dell‘AID del package airfrance 
 
rentacar AID 
RID 0xa0, 0x00, 0x00, 0x00, 0x62 
Package PIX 0x03, 0x01, 0x0c, 0x01 
Applet PIX 0x03, 0x01, 0x0c, 0x01, 0x01 
 
Tabella 5.3 : Struttura dell‘AID del package rentacar 
 
 
5.1.2  Struttura delle APDU per le applet del sistema 
 
Ogni applet che è in esecuzione su una Java Card può comunicare con 
una host application, relativa al CAD in cui viene inserita la carta, 
mediante APDU. 
Occorre, prima di passare alla scrittura del codice delle applet, definire la 
struttura delle APDU di command in grado di essere inviate dall’ host 
application ed in grado di essere riconosciute come valide dalle applet del 
sistema così da mandare in esecuzione uno dei metodi dell’applet stessa. 
 
La struttura delle APDU di command delle applet relative al nostro 
sistema, comprensive anche delle relative APDU di command per la sele-
zione delle applet del sistema, è la seguente. 
 
 
 
 
 
55 
5.1.2.1  Struttura delle APDU per Purse 
 
Purse - Select APDU - command APDU  
CLA INS P1 P2 Lc Campo Dati Le 
0x00 0xa4 0x04 0x00 0x0a Purse AID - 
 
Purse - Select APDU - response APDU  
Dati SW1 SW2 Significato del codice SW1 - SW2 
- 0X90 0X00 Selezione avvenuta con successo 
- 0X69 0X99 L’applet non può essere selezionata 
 
Purse - debit APDU - command APDU  
CLA INS P1 P2 Lc Campo Dati Le 
0xb0 0x30 0x00 0x00 0x02 transactionValue, 
transactionID 
- 
 
Purse - debit APDU - response APDU  
Dati  SW1 SW2 Significato del codice SW1 - SW2 
- 0X90 0X00 Operazione avvenuta con successo 
- 0X6a 0X85 Server AID ritornato null 
- 0X6a 0X87 SIO ritornato null 
 
Purse - getCredit APDU - command APDU  
CLA INS P1 P2 Lc Campo Dati Le 
0xb0 0x40 0x00 0x00 - - 0x02 
 
Purse - getCredit APDU - response APDU  
Dati  SW1 SW2 Significato del codice SW1 - SW2 
balance 0X90 0X00 Operazione avvenuta con successo 
 
Tabella 5.4 : Struttura delle APDU per Purse  
 
 
5.1.2.2  Struttura delle APDU per AirFranceApplet 
 
 
AirFranceApplet - Select APDU - command APDU  
CLA INS P1 P2 Lc Campo Dati Le 
0x00 0xa4 0x04 0x00 0x0a AirFranceApplet AID - 
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AirFranceApplet - Select APDU - response APDU  
Dati  SW1 SW2 Significato del codice SW1 - SW2 
- 0X90 0X00 Selezione avvenuta con successo 
- 0X69 0X99 L’applet non può essere selezionata 
 
AirFranceApplet - debitPoints APDU - command APDU  
CLA INS P1 P2 Lc Campo Dati Le 
0xb0 0x30 0x00 0x00 0x01 debitPoints - 
 
AirFranceApplet - debitPoints APDU - response APDU  
Dati  SW1 SW2 Significato del codice SW1 - SW2 
- 0X90 0X00 Operazione avvenuta con successo 
- 0X6b 0X83 Valore di punti non valido 
- 0X6b 0X85 Server AID ritornato null 
- 0X6b 0X87 SIO ritornato null 
 
AirFranceApplet - getPoints APDU - command APDU  
CLA INS P1 P2 Lc Campo Dati Le 
0xb0 0x40 0x00 0x00 - - 0x04 
 
AirFranceApplet - getPoints APDU - response APDU  
Dati  SW1 SW2 Significato del codice SW1 - SW2 
0X90 0X00 Operazione avvenuta con successo 
0X6b 0X85 Server AID ritornato null balance, extended balance 0X6b 0X87 SIO ritornato null 
 
Tabella 5.5 : Struttura delle APDU per AirFranceApplet 
 
 
5.1.2.3  Struttura delle APDU per RentaCarApplet 
 
 
RentaCarApplet - Select APDU - command APDU  
CLA INS P1 P2 Lc Campo Dati Le 
0x00 0xa4 0x04 0x00 0x0a RentaCarApplet AID - 
 
RentaCarApplet - Select APDU - response APDU  
Dati  SW1 SW2 Significato del codice SW1 - SW2 
- 0X90 0X00 Selezione avvenuta con successo 
- 0X69 0X99 L’applet non può essere selezionata 
 
57 
RentaCarApplet - debitPoints APDU - command APDU  
CLA INS P1 P2 Lc Campo Dati Le 
0xb0 0x30 0x00 0x00 0x01 debitPoints - 
 
RentaCarApplet - debitPoints APDU - response APDU  
Dati  SW1 SW2 Significato del codice SW1 - SW2 
- 0X90 0X00 Operazione avvenuta con successo 
- 0X6b 0X83 Valore di punti non valido 
- 0X6b 0X85 Server AID ritornato null 
- 0X6b 0X87 SIO ritornato null 
RentaCarApplet - getPoints APDU - command APDU  
CLA INS P1 P2 Lc Campo Dati Le 
0xb0 0x40 0x00 0x00 - - 0x04 
 
RentaCarApplet - getPoints APDU - response APDU  
Dati  SW1 SW2 Significato del codice SW1 - SW2 
0X90 0X00 Operazione avvenuta con successo 
0X6b 0X85 Server AID ritornato null balance, extended balance 0X6b 0X87 SIO ritornato null 
 
Tabella 5.6 : Struttura delle APDU per RentaCarApplet  
 
 
5.1.3  Definizione dei parametri identificativi dei 
metodi condivisi 
 
Abbiamo visto nel capitolo 3 che il metodo getAppletShareableInterface-
Object invocato da una applet client per richiedere un SIO utilizza un 
campo-dati chiamato parameter, utile all’applet  server  per  identificare il 
servizio richiesto dall’applet client. 
Ecco di seguito gli identificativi dei servizi offerti da ciascuna applet del 
sistema: 
 
Applet servizio Identificativo 
Purse getTransaction 0xa2 
loyalties logFull 0xa2 
loyalties getBalance 0xc1 
loyalties updatePoints 0xc2 
 
Tabella 5.7 : Parametri identificativi dei metodi condivisi  
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5.2 Implementazione del package purse 
 
Per prima cosa analizziamo la struttura del package purse: 
 
Figura 5.1 : Package purse 
 
Nella Figura 5.1 abbiamo suddiviso la classe Purse che implementa l’ap-
plet in quattro sezioni denominate rispettivamente “import”, “variables”, 
“private” e “pubblic” mentre in una freccia abbiamo racchiuso i metodi 
condivisi dal package purse con altri package. 
 
Nella sezione “import” sono riportate le classi o interfacce che debbono 
essere importate dalla classe Purse per il suo corretto funzionamento 
nella forma nomepackage.nomeclasse. Oltre al javacard.framework.* (che 
consente di implementare l’applet) occorre includere l’interfaccia 
PurseInterface del package purse che implementa i metodi condivisi del-
l’applet Purse e l’interfaccia AirFranceInterface del package airfrance che 
implementa i metodi condivisi della loyalty AirFranceApplet. 
 
Nella sezione “variables” sono riportati i campi-dati della classe Purse; 
balance rappresenta il campo che contiene il credito disponibile sulla carta 
ed è inizializzato al suo valore massimo; 
transactionID[4] e transactionValue[4] implementano il transactionLog del 
purse utilizzato per contenere le transazioni effettuate con Purse e 
rappresentano rispettivamente l’identificatore della loyalty interessata dalla 
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transazione (transazione che dunque verrà utilizzata per aggiornare i 
campi della loyalty cui fa riferimento) ed il valore della transazione. La 
dimensione del transactionLog è limitata a contenere al massimo quattro 
diverse transazioni; dopo aver ricevuto quattro transazioni, Purse è 
costretto a sovrascrivere le transazioni precedenti. 
Infine il campo numTransaction rappresenta l’indice della riga libera o 
riscrivibile del transactionLog. 
 
Nella sezione “private” sono riportati i metodi privati della classe Purse e 
dunque i metodi accessibili solo dal contesto cui appartiene Purse. A 
questa sezione appartengono il costruttore Purse ed i metodi getCredit 
che ritorna il credito residuo di Purse e debit che consente di effettuare 
transazioni di pagamento dal Purse. 
Come è chiaramente rappresentato nella Figura 5.1 il metodo debit ef-
fettua una chiamata al metodo condiviso logFull di airfrance per segnalare 
alla loyalty che ha sottoscritto il servizio che il transactionLog si è riempito 
invitandola quindi a prelevarsi le transazioni ad essa riferite. 
 
Nella sezione “public” sono invece riportati i metodi pubblici della classe 
Purse accessibili dal livello del JCRE. A questa sezione appartengono i 
metodi install, select, deselect, process e getShareableInterfaceObject. 
 
Infine, racchiuso nella freccia, è riportato il metodo condiviso (shareable) 
getTransaction che Purse mette a disposizione delle loyalty per prelevare 
le transazioni dal transactionLog ed aggiornare i punti relativi. 
Questo metodo appartiene all’interfaccia PurseInterface del package 
purse. 
 
L’implementazione di Purse proposta rappresenta una semplificazione 
utile a verificare il problema del flusso illegale di informazioni, pertanto 
tutte le parti di codice inessenziali a questa verifica sono state tralasciate. 
 
 
5.2.1  Codice delle interfacce importate da Purse 
   
Di seguito riportiamo il codice delle interfacce realizzate ed importate dalla 
classe Purse : 
 
purse.PurseInterface 
 
package purse; 
import javacard.framework.Shareable; 
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public interface PurseInterface extends Shareable { 
 
public byte getTransaction (byte loyaltySN); 
} 
  
questa interfaccia, che estende la classe shareable, dichiara il metodo 
condiviso di Purse denominato getTransaction. 
 
 
airfrance.AirFranceInterface 
 
package airfrance; 
import javacard.framework.Shareable; 
 
public interface AirFranceInterface extends Shareable{ 
 
 public void logFull(); 
 public short getBalance(); 
 public void updatePoints(byte debit); 
} 
 
questa interfaccia, che estende la classe shareable, dichiara i metodi con-
divisi della loyalty airfrance denominati rispettivamente logFull, getBalance 
e updatePoints. 
 
 
5.2.2  Codice della classe Purse 
 
Di seguito riportiamo il codice della classe Purse che implementa le fun-
zionalità essenziali di un purse in grado di registrare transazioni che 
decurtano il campo dati balance, di segnalare mediante invocazione a 
logFull il riempimento del transactionLog e di far prelevare alle loyalty, 
mediante metodo condiviso getTransaction, le transazioni dal 
transactionLog e di ritornare il valore attuale del balance disponibile sul-
l’applet Purse. 
  
package purse; 
 
import javacard.framework.*; 
import airfrance.AirFranceInterface; 
import purse.PurseInterface; 
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public class Purse extends Applet implements 
PurseInterface{ 
 
 // codice per il campo CLA del command APDU 
 final static byte Purse_CLA = (byte)0xB0; 
 
 // codici per il campo INS del command APDU 
 final static byte DEBIT = (byte) 0x30; 
 final static byte GET_CREDIT = (byte) 0x40; 
  
 // AID_bytes delle applets del sistema 
 final static byte[] AirFrance_AID_bytes =  
new byte[] {(byte)0xA0, (byte)0x00, (byte)0x00, 
(byte)0x00, (byte)0x62, (byte)0x03, (byte)0x01, 
(byte)0x0C, (byte)0x02, (byte)0x02}; 
final static byte[] Purse_AID_bytes = new byte[] 
{(byte)0xA0, (byte)0x00, (byte)0x00, (byte)0x00, 
(byte)0x62, (byte)0x03, (byte)0x01, (byte)0x0C, 
(byte)0x01, (byte)0x01}; 
 final static byte[] RentaCar_AID_bytes =  
new byte[] {(byte)0xA0, (byte)0x00, (byte)0x00, 
(byte)0x00, (byte)0x62, (byte)0x03, (byte)0x01, 
(byte)0x0C, (byte)0x03, (byte)0x03}; 
 
 // id delle loyalties 
 final static byte AIRFRANCE_ID = (byte)0x02; 
 final static byte RENTACAR_ID = (byte)0x03; 
 
 // codici dei metodi condivisi utilizzati da Purse 
 final static byte logFull_ID = (byte)0xA1; 
 final static byte getTransaction_ID = (byte)0xA2; 
  
 // codici di errore specifici dell'Applet 
 final static short SW_SERVER_AID_NULL = 0x6A85; 
 final static short SW_SIO_NULL = 0x6A87; 
final static short SW_UNAUTHORIZED_CLIENT = 
0x6A89; 
  
 // variabili dell'applet 
 private short balance; 
 private short numTransaction; 
 private byte[] transactionValue = new byte[4]; 
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 private byte[] transactionID = new byte[4]; 
 
 // metodo install 
public static void install(byte[] bArray,short 
bOffset,byte bLength) { 
 
  new Purse(bArray, bOffset, bLength); 
 
 } // fine metodo install 
 
 // costruttore dell'applet 
private Purse (byte[] bArray, short bOffset, byte 
bLength){ 
   
  balance = (short)0xFFFF; 
  numTransaction = (short)0x00; 
  for(byte i =0; i<4; i++) 
   transactionValue[i]=(byte)0x00; 
  for(byte i =0; i<4; i++) 
   transactionID[i]=(byte)0x00; 
 
  register(); 
 
 } // fine costruttore 
 
 // metodo select 
 public boolean select() { 
 
  return true; 
 
 } // fine metodo select 
 
 // metodo deselect 
 public void deselect() { 
 
 } // fine metodo deselect 
 
 // metodo process 
 public void process(APDU apdu) { 
 
  byte[] buffer = apdu.getBuffer(); 
 
// ritorna se l'APDU è un select command    
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// dell'applet 
  if (selectingApplet()) 
   return; 
 
  // verifica il campo CLA dell'APDU 
  if (buffer[ISO7816.OFFSET_CLA] != Purse_CLA) 
ISOException.throwIt( 
ISO7816.SW_CLA_NOT_SUPPORTED); 
 
  // controlla il campo INS dell'APDU per  
// scegliere il metodo da lanciare 
  switch (buffer[ISO7816.OFFSET_INS]) { 
 
   case DEBIT:   debit(apdu); return; 
   case GET_CREDIT: getCredit(apdu);  
  return; 
   default: ISOException.throwIt( 
ISO7816.SW_INS_NOT_SUPPORTED); 
  } 
 
 } // fine metodo process 
 
 // metodo debit che effettua transazioni dal purse 
 private void debit(APDU apdu) { 
 
     byte[] buffer = apdu.getBuffer(); 
     byte numBytes = buffer[ISO7816.OFFSET_LC]; 
    byte byteRead =(apdu.setIncomingAndReceive()); 
   if (( numBytes != 2 ) || (byteRead != 2)) 
   ISOException.throwIt( 
ISO7816.SW_WRONG_LENGTH); 
 
     // preleva il valore della transazione 
transactionValue[numTransaction] = 
buffer[ISO7816.OFFSET_CDATA]; 
 
  // preleva il loyaltyID della transazione 
transactionID[numTransaction] = 
buffer[ISO7816.OFFSET_CDATA+1]; 
    
balance = (short)(balance - 
transactionValue[numTransaction]); 
  numTransaction++; 
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  // situazione di transactionLog pieno 
if (numTransaction==4){ 
 
AID server_aid = JCSystem.lookupAID( 
AirFrance_AID_bytes,(short)0, 
(byte)AirFrance_AID_bytes.length); 
     if (server_aid == null)  
    ISOException.throwIt( 
SW_SERVER_AID_NULL); 
 
AirFranceInterface sio = 
(AirFranceInterface)(JCSystem. 
GetAppletShareableInterfaceObject 
(server_aid,logFull_ID)); 
      
if (sio == null)  
    ISOException.throwIt(SW_SIO_NULL); 
      
     // chiamata del metodo condiviso  
     sio.logFull(); 
     // reset di numTransaction 
     numTransaction=0; 
  } 
 
 } // fine metodo debit 
 
 // metodo getCredit che ritorna il credito residuo  
 private void getCredit(APDU apdu) { 
 
  byte[] buffer=apdu.getBuffer(); 
  short le = apdu.setOutgoing(); 
  apdu.setOutgoingLength((byte)2); 
Util.setShort(buffer, (short)0, balance); 
  apdu.sendBytes((short)0,(short)2); 
 
 } // fine metodo getCredit 
 
 // metodo condiviso getTransaction che ritorna  
     // alla loyalty la somma delle 
 // transazioni effettuate sul purse per la --  
     // compagnia cui la loyalty appartiene 
 public byte getTransaction(byte loyaltySN){ 
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  byte transactionAmount=(byte)0x00; 
    
  // verifica che l’accesso al metodo 
  // condiviso sia effettuato da  
  // applet autorizzate 
AID client =  
JCSystem.getPreviousContextAID(); 
          if (!(client.equals (AirFrance_AID_bytes, 
          (short)0,(byte)AirFrance_AID_bytes.length) 
          || client.equals(RentaCar_AID_bytes,      
(short)0,(byte)RentaCar_AID_bytes.length))) { 
              
ISOException.throwIt(SW_UNAUTHORIZED_CLIENT); 
  } 
    
      // calcola il valore delle transazioni  
          // relative alla loyalty di ID loyaltySN 
for (byte i=0;i<4;i++){ 
      if (transactionID[i]==loyaltySN) { 
   transactionAmount =    
   (byte)(transactionAmount  
                  + transactionValue[i]); 
      transactionID[i] = (byte)0x00; 
      }  
  }  
  return transactionAmount; 
 
 } // fine metodo condiviso getTransaction 
 
 // metodo getShareableInterfaceObject che ritorna  
     // alle loyalty autorizzate 
 // un riferimento al SIO 
 public Shareable getShareableInterfaceObject 
(AID client_aid, byte parameter) { 
    
  PurseInterface getTransaction_sio = this; 
 
  // verifica che la richiesta di SIO 
  // sia effettuata da applet autorizzate 
  if ((client_aid.equals 
   (AirFrance_AID_bytes,(short)0, 
   (byte)AirFrance_AID_bytes.length) &&  
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   parameter == getTransaction_ID)) 
   return getTransaction_sio; 
  if ((client_aid.equals 
   (RentaCar_AID_bytes,(short)0, 
             (byte)RentaCar_AID_bytes.length)  
             && parameter == getTransaction_ID)) 
   return getTransaction_sio; 
    
  return null; 
  
 } // fine metodo getShareableinterfaceObject 
    
    
} // fine Purse 
 
 
 
5.3  Implementazione del package airfrance 
 
Per prima cosa analizziamo la struttura del package airfrance: 
 
Figura 5.2 : Package airfrance 
 
Nella Figura 5.2 abbiamo suddiviso la classe AirFranceApplet che imple-
menta l’applet in quattro sezioni denominate rispettivamente “import”, 
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“variables”, “private” e “pubblic” mentre in una freccia abbiamo racchiuso i 
metodi condivisi dal package airfrance con altri package. 
 
Nella sezione “import” sono riportate le classi o interfacce che debbono 
essere importate dalla classe AirFranceApplet per il suo corretto 
funzionamento nella forma nomepackage.nomeclasse. Oltre al 
javacard.framework.* (che consente di implementare l’applet) occorre 
includere l’interfaccia PurseInterface del package purse che implementa i 
metodi condivisi dell’applet Purse, l’interfaccia AirFranceInterface del 
package airfrance che implementa i metodi condivisi della loyalty 
AirFranceApplet e l’interfaccia RentacarInterface del package rentacar che 
implementa i metodi condivisi della loyalty RentaCarApplet. 
 
Nella sezione “variables” sono riportati i campi-dati della classe 
AirFranceApplet; balance rappresenta il campo-dati che contiene i punti 
raccolti da transazioni effettuate sull’applet Purse e relative ad AirFrance-
Applet ed è inizializzato al valore zero; 
extended_balance rappresenta il campo-dati che contiene la somma dei  
punti raccolti da transazioni effettuate sull’applet Purse da tutte le loyalty 
partner (nel nostro caso da AirFranceApplet e RentaCarApplet) ed è 
inizializzato al valore zero. 
 
Nella sezione “private” sono riportati i metodi privati della classe 
AirFranceApplet e dunque i metodi accessibili solo dal contesto cui 
appartiene AirFranceApplet. A questa sezione appartengono il costruttore 
AirFranceApplet ed i metodi getPoints che ritorna il valore dei campi-dati 
balance e extended_balance e debitPoints che consente di “spendere” 
una quota o il totale dei punti accumulati. 
Come è chiaramente rappresentato nella Figura 5.2 i metodi debitPoints e 
getPoints effettuano chiamate a metodi condivisi: debitPoints chiama 
updatePoints per aggiornare i campi-dati della loyalty RentaCarApplet 
affiliata mentre getPoints chiama getTransacion di Purse e getBalance di 
RentaCarApplet rispettivamente per prelevare le proprie transazioni da 
Purse e per aggiornare il campo-dati extended_balance.  
 
Nella sezione “public” sono invece riportati i metodi pubblici della classe 
AirFranceApplet accessibili dal livello del JCRE. A questa sezione 
appartengono i metodi install, select, deselect, process e getShareable-
InterfaceObject. 
 
Infine, racchiusi nella freccia, sono riportati i metodi condivisi (shareable) 
logFull, updatePoints e getBalance che AirFranceApplet mette a disposi-
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zione di Purse (relativamente a logFull) e di RentaCarApplet (relativamen-
te a updatePoints e getBalance) rispettivamente per consentire a Purse di 
segnalare che il transactionLog è pieno, per comunicare a RentaCar-
Applet di aggiornare i propri campi dati e per ottenere il valore del campo 
dati extended_balance di RentaCarApplet. 
Questi metodi appartengono all’interfaccia AirFranceInterface del package 
airfrance. 
 
L’implementazione di AirFranceApplet proposta rappresenta una semplifi-
cazione utile a verificare il problema del flusso illegale di informazioni, 
pertanto tutte le parti di codice inessenziali a questa verifica sono state 
tralasciate. 
 
 
5.3.1  Codice delle interfacce importate da 
AirFranceApplet 
   
Prima di procedere ad analizzare il codice di AirFranceApplet riportiamo di 
seguito il codice delle interfacce realizzate ed importate dalla classe 
AirFranceApplet : 
 
purse.PurseInterface 
 
package purse; 
import javacard.framework.Shareable; 
 
public interface PurseInterface extends Shareable { 
 
public byte getTransaction (byte loyaltySN); 
} 
  
questa interfaccia, che estende la classe shareable, dichiara il metodo 
condiviso del Purse denominato getTransaction. 
 
 
airfrance.AirFranceInterface 
 
package airfrance; 
import javacard.framework.Shareable; 
 
public interface AirFranceInterface extends Shareable{ 
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 public void logFull(); 
 public short getBalance(); 
 public void updatePoints(byte debit); 
} 
 
questa interfaccia, che estende la classe shareable, dichiara i metodi 
condivisi della loyalty airfrance denominati rispettivamente logFull, 
getBalance e updatePoints. 
 
rentacar.RentaCarInterface 
 
package rentacar; 
import javacard.framework.Shareable; 
 
public interface RentaCarInterface extends Shareable{ 
 
 public void logFull(); 
 public short getBalance(); 
 public void updatePoints(byte debit); 
} 
 
questa interfaccia, che estende la classe shareable, dichiara i metodi 
condivisi della loyalty RentaCarApplet denominati rispettivamente logFull, 
getBalance e updatePoints. 
 
 
5.3.2  Codice della classe AirFranceApplet 
 
Di seguito riportiamo il codice della classe AirFranceApplet che implemen-
ta le funzionalità essenziali di una loyalty in grado di registrare i punti 
raccolti mediante transazioni effettuate sull’applet Purse, di registrare i 
punti totali raccolti da tutte le loyalty partner, di aggiornare i campi-dati 
della loyalty ogni qualvolta i punti vengono consumati e di ritornare il 
valore dei campi-dati.  
  
 
package airfrance; 
 
import javacard.framework.*; 
import airfrance.AirFranceInterface; 
import rentacar.RentaCarInterface; 
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import purse.PurseInterface; 
 
public class AirFranceApplet extends Applet implements 
AirFranceInterface{ 
 
 // codice per il campo CLA del command APDU  
 final static byte CLA = (byte)0xB0; 
 
 // codici per il campo INS del command APDU  
 final static byte DEBIT_POINTS = (byte) 0x30; 
 final static byte GET_POINTS = (byte) 0x40; 
 
 // AID_bytes delle applet a cui richiede metodi  
     // condivisi  
 final static byte[] Purse_AID_bytes = new byte[]  
     {(byte)0xA0, (byte)0x00, (byte)0x00, (byte)0x00,    
     (byte)0x62, (byte)0x03, (byte)0x01, (byte)0x0C,    
     (byte)0x01, (byte)0x01}; 
 final static byte[] RentaCar_AID_bytes =  
     new byte[] {(byte)0xA0, (byte)0x00, (byte)0x00,  
     (byte)0x00, (byte)0x62, (byte)0x03, (byte)0x01,   
     (byte)0x0C, (byte)0x03, (byte)0x03}; 
 
 // id dell'applet per ottenere le transazioni da  
     // Purse  
 final static byte AIRFRANCE_ID = (byte)0x02; 
  
 // codici dei metodi condivisi 
 final static byte logFull_ID = (byte)0xA1; 
 final static byte getBalance_ID = (byte)0xC1; 
 final static byte getTransaction_ID = (byte)0xA2; 
 final static byte updatePoints_ID = (byte)0xC2; 
 
 // codici di errore specifici dell'Applet 
 final static short SW_INVALID_POINTS = 0x6B83; 
 final static short SW_SERVER_AID_NULL = 0x6B85; 
 final static short SW_SIO_NULL = 0x6B87; 
 final static short SW_UNAUTHORIZED_CLIENT =  
0x6B89; 
  
 // variabili dell'applet 
 short balance; 
 short extended_balance; 
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 // metodo install 
 public static void install(byte[] bArray, 
     short bOffset,byte bLength) { 
 
  new AirFranceApplet(bArray, bOffset,  
                              bLength); 
 
 } // fine metodo install 
 
 // costruttore dellapplet 
 private AirFranceApplet (byte[] bArray, short  
                              bOffset, byte bLength) { 
   
  balance = (short)0x00; 
  extended_balance = (short)0x00; 
  register(); 
 
 } // fine costruttore 
  
 // metodo select 
 public boolean select() { 
 
  return true; 
 
 } // fine metodo select 
 
        // metodo deselect  
 public void deselect() { 
 
 } // fine metodo deselect 
 
 // metodo process 
 public void process(APDU apdu) { 
 
  byte[] buffer = apdu.getBuffer(); 
 
  // ritorna se l'APDU è un select command  
          // dell'applet 
  if (selectingApplet()) 
   return; 
 
  // verifica il campo CLA dell'APDU 
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  if (buffer[ISO7816.OFFSET_CLA] != CLA) 
   ISOException.throwIt( 
ISO7816.SW_CLA_NOT_SUPPORTED); 
 
  // controlla il campo INS dell'APDU per  
          // scegliere il metodo da lanciare 
  switch (buffer[ISO7816.OFFSET_INS]) { 
 
   case DEBIT_POINTS: debitPoints(apdu);  
    return; 
   case GET_POINTS:   getPoints(apdu);  
return; 
   default: ISOException.throwIt( 
ISO7816.SW_INS_NOT_SUPPORTED); 
  } 
 
 } // fine metodo process 
 
 // metodo debitPoints che sottrae i punti passati     
     // dall'APDU   
 private void debitPoints(APDU apdu) { 
   
  byte[] buffer = apdu.getBuffer(); 
  byte numBytes = buffer[ISO7816.OFFSET_LC]; 
  byte byteRead = apdu.setIncomingAndReceive(); 
  if ((numBytes!=1) || (byteRead!=1)) 
   ISOException.throwIt( 
ISO7816.SW_WRONG_LENGTH); 
  byte debit = buffer[ISO7816.OFFSET_CDATA]; 
  short ex_balance=extended_balance; 
   
  if (balance >= (short)debit) { 
      balance = (short)(balance - debit); 
      extended_balance = (short) 
    (extended_balance - (short)debit); 
  } 
 
  else { 
   if (extended_balance >= debit) { 
    balance = (short)0x00; 
     extended_balance = (short) 
(extended_balance - (short)debit); 
   } 
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   else  
    ISOException.throwIt( 
SW_INVALID_POINTS); 
  } 
   
  AID server_aid = JCSystem.lookupAID 
(RentaCar_AID_bytes,(short)0, 
(byte)RentaCar_AID_bytes.length); 
  if (server_aid == null)  
   ISOException.throwIt( 
SW_SERVER_AID_NULL); 
      
  RentaCarInterface sio = (RentaCarInterface) 
(JCSystem.getAppletShareableInterfaceObject 
(server_aid,updatePoints_ID)); 
    
if (sio == null)  
   ISOException.throwIt(SW_SIO_NULL);  
    
     // chiamata al metodo condiviso 
  sio.updatePoints(debit,ex_balance); 
     
 } // fine metodo debitPoints 
 
 // metodo getPoints che ritorna il contenuto dei  
     // campi balance e extended_balance 
 private void getPoints (APDU apdu) { 
 
  AID server_aid = JCSystem.lookupAID 
(Purse_AID_bytes,(short)0, 
(byte)Purse_AID_bytes.length); 
   
if (server_aid == null)  
   ISOException.throwIt( 
SW_SERVER_AID_NULL); 
      
  PurseInterface sio = (PurseInterface) 
(JCSystem.getAppletShareableInterfaceObject 
(server_aid,getTransaction_ID)); 
   if (sio == null)  
   ISOException.throwIt(SW_SIO_NULL);  
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byte airFrancePoints =     
     sio.getTransaction(AIRFRANCE_ID); 
  balance = (short)(balance +  
     (short)airFrancePoints); 
   
  AID server2_aid = JCSystem.lookupAID 
(RentaCar_AID_bytes,(short)0, 
(byte)RentaCar_AID_bytes.length); 
  if (server2_aid == null)  
   ISOException.throwIt( 
SW_SERVER_AID_NULL); 
      
  RentaCarInterface sio2 = (RentaCarInterface) 
(JCSystem.getAppletShareableInterfaceObject 
(server2_aid,getBalance_ID)); 
   if (sio2 == null)  
   ISOException.throwIt(SW_SIO_NULL);  
    
     // chiamata al metodo condiviso 
  short rentaCarPoints = sio2.getBalance(); 
 
  // aggiorna il campo extended_balance 
if(rentaCarPoints>= extended_balance) { 
   if (rentaCarPoints ==0) 
     extended_balance = (short) 
 (extended_balance + rentaCarPoints   
 + (short)airFrancePoints); 
   else 
    extended_balance = (short) 
(rentaCarPoints 
+(short)airFrancePoints); 
  } 
 
  // ritorna i valori dei campi-dati 
  byte[] buffer = apdu.getBuffer(); 
  short le = apdu.setOutgoing(); 
  apdu.setOutgoingLength((byte)4); 
  Util.setShort(buffer, (short)0, balance); 
  Util.setShort(buffer, (short)2,  
    extended_balance); 
  apdu.sendBytes((short)0,(short)4); 
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 } // fine metodo getPoints 
 
 
 // metodo condiviso logFull che AirFranceApplet ha  
     // sottoscritto con Purse  
 // per essere informato sul transactionLog pieno 
 public void logFull() { 
 
AID client = 
JCSystem.getPreviousContextAID(); 
 
 
  if (!(client.equals 
   (Purse_AID_bytes,(short)0, 
   (byte)Purse_AID_bytes.length) )) { 
 
   ISOException.throwIt( 
SW_UNAUTHORIZED_CLIENT); 
  } 
   
  AID server_aid = JCSystem.lookupAID 
(Purse_AID_bytes,(short)0, 
(byte)Purse_AID_bytes.length); 
   
if (server_aid == null)  
   ISOException.throwIt( 
SW_SERVER_AID_NULL); 
      
  PurseInterface sio = (PurseInterface) 
(JCSystem.getAppletShareableInterfaceObject 
(server_aid,logFull_ID)); 
    
if (sio == null)  
   ISOException.throwIt(SW_SIO_NULL);  
    
  // chiamata al metodo condiviso 
  byte airFrancePoints =    
     sio.getTransaction(AIRFRANCE_ID); 
balance = (short)(balance +     
(short)airFrancePoints); 
   
  AID server2_aid = JCSystem.lookupAID 
(RentaCar_AID_bytes,(short)0, 
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(byte)RentaCar_AID_bytes.length); 
   
if (server2_aid == null)  
   ISOException.throwIt( 
SW_SERVER_AID_NULL); 
      
  RentaCarInterface sio2 = (RentaCarInterface) 
(JCSystem.getAppletShareableInterfaceObject 
(server2_aid,getBalance_ID)); 
    
if (sio2 == null)  
   ISOException.throwIt(SW_SIO_NULL);  
    
     // chiamata al metodo condiviso 
  short rentaCarPoints = sio2.getBalance(); 
  if (rentaCarPoints>=extended_balance){ 
 
   if (rentaCarPoints ==0) 
      extended_balance = (short) 
(extended_balance + rentaCarPoints   
+ (short)airFrancePoints); 
   else 
    extended_balance = (short) 
(rentaCarPoints 
+(short)airFrancePoints); 
      } 
 
 } // fine metodo condiviso logFull 
 
 // metodo condiviso getBalance che loyalty  
// partner possono accedere   
 // per aggiornare il campo extended_balance 
 public short getBalance() { 
  
  AID client =JCSystem.getPreviousContextAID(); 
 
  if(!(client.equals 
  (RentaCar_AID_bytes,(short)0, 
  (byte)RentaCar_AID_bytes.length) )) { 
    
ISOException.throwIt( 
               SW_UNAUTHORIZED_CLIENT); 
  } 
77 
  
  return extended_balance; 
 
 } // fine metodo condiviso getBalance 
 
  
 // metodo condiviso updatePoints che loyalty  
     // partner possono chiamare   
 // per aggiornare il campo extended_balance in  
     // seguito ad una decurtazione di punti 
  
  
                             (short)debit); 
public void updatePoints(byte debit, 
short ex_balance) { 
  
  AID client = 
JCSystem.getPreviousContextAID(); 
 
  if(!(client.equals 
            (RentaCar_AID_bytes,(short)0, 
            (byte)RentaCar_AID_bytes.length) )) { 
 
   ISOException.throwIt( 
SW_UNAUTHORIZED_CLIENT); 
  } 
   
  extended_balance = ex_balance; 
  extended_balance = (short)(extended_balance -  
 
  if (balance > extended_balance) 
   balance= (byte)extended_balance; 
   
 } // fine metodo condiviso updatePoints 
  
 // metodo getShareableInterfaceObject che le  
     // applet possono chiamare   
 // per ottenere un riferimento al SIO 
 public Shareable getShareableInterfaceObject( 
  AID client_aid, byte parameter) { 
    
  AirFranceInterface getLogUp_sio = this; 
 
  if ((client_aid.equals 
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   (Purse_AID_bytes,(short)0, 
   (byte)Purse_AID_bytes.length)  
   && parameter == logFull_ID)) 
   return getLogUp_sio; 
  if ((client_aid.equals 
   (RentaCar_AID_bytes,(short)0, 
             (byte)RentaCar_AID_bytes.length)  
             && (parameter == getBalance_ID ||  
             parameter == updatePoints_ID))) 
   return getLogUp_sio; 
     
  return null; 
 
 } // fine metodo getShareableInterfaceObject 
 
 
} //fine AirFranceApplet 
 
 
 
5.4  Implementazione del package rentacar 
 
Per prima cosa analizziamo la struttura del package rentacar: 
 
Figura 5.3 : Package rentacar 
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Nella Figura 5.3 abbiamo suddiviso la classe RentaCarApplet che imple-
menta l’applet in quattro sezioni denominate rispettivamente “import”, 
“variables”, “private” e “pubblic” mentre in una freccia abbiamo racchiuso i 
metodi condivisi dal package rentacar con altri package. 
Nella sezione “import” sono riportate le classi o interfacce che debbono 
essere importate dalla classe RentaCarApplet per il suo corretto 
funzionamento nella forma nomepackage.nomeclasse. Oltre al 
javacard.framework.* (che consente di implementare l’applet) occorre in-
cludere l’interfaccia PurseInterface del package purse che implementa i 
metodi condivisi di purse, l’interfaccia AirFranceInterface del package 
airfrance che implementa i metodi condivisi della loyalty AirFranceApplet e 
l’interfaccia RentacarInterface del package rentacar che implementa i 
metodi condivisi della loyalty RentaCarApplet. 
 
Nella sezione “variables” sono riportati i campi-dati della classe 
RentaCarApplet; balance rappresenta il campo-dati che contiene i punti 
raccolti da transazioni effettuate sul purse e relative a RentaCarApplet ed 
è inizializzato al valore zero; 
extended_balance rappresenta il campo-dati che contiene la somma dei  
punti raccolti da transazioni effettuate sull’applet Purse da tutte le loyalty 
partner (nel nostro caso da AirFranceApplet e RentaCarApplet) ed è ini-
zializzato al valore zero. 
 
Nella sezione “private” sono riportati i metodi privati della classe 
RentaCarApplet e dunque i metodi accessibili solo dal contesto cui 
appartiene RentaCarApplet. A questa sezione appartengono il costruttore 
RentaCarApplet ed i metodi getPoints che ritorna il valore dei campi-dati 
balance e extended_balance e il metodo debitPoints che consente di 
“spendere” una quota o il totale dei punti accumulati. 
 
Come è chiaramente rappresentato nella Figura 5.3 i metodi debitPoints e 
getPoints effettuano chiamate a metodi condivisi: debitPoints chiama 
updatePoints per aggiornare i campi-dati della loyalty AirFRanceApplet 
affiliata mentre getPoints chiama getTransaction di Purse e getBalance di 
AirFRanceApplet rispettivamente per prelevare le proprie transazioni 
dall’applet Purse e per aggiornare il campo-dati extended_balance.  
 
Nella sezione “public” sono invece riportati i metodi pubblici della classe 
RentaCarApplet accessibili dal livello del JCRE. A questa sezione 
appartengono i metodi install, select, deselect, process e getShareable-
InterfaceObject. 
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Infine, racchiusi nella freccia, sono riportati i metodi condivisi (shareable) 
logFull, updatePoints e getBalance che RentaCarApplet mette a disposi-
zione di Purse (relativamente a logFull) e di AirFranceApplet (relativa-
mente a updatePoints e getBalance) rispettivamente per consentire a 
Purse di segnalare che il transactionLog è pieno, per comunicare a Air-
FranceApplet di aggiornare i propri campi-dati e per ottenere il valore del 
campo-dati extended_balance di AirFranceApplet. 
Questi metodi appartengono all’interfaccia RentaCarInterface del package 
rentacar. 
 
L’implementazione di RentaCarApplet proposta rappresenta una semplifi-
cazione utile a verificare il problema del flusso illegale di informazioni, 
pertanto tutte le parti di codice inessenziali a questa verifica sono state 
tralasciate. 
 
 
5.4.1  Codice delle interfacce importate da 
RentaCarApplet 
   
Prima di procedere ad analizzare il codice di RentaCarApplet riportiamo di 
seguito il codice delle interfacce realizzate ed importate dalla classe 
RentaCarApplet: 
 
purse.PurseInterface 
 
package purse; 
import javacard.framework.Shareable; 
 
public interface PurseInterface extends Shareable { 
 
public byte getTransaction (byte loyaltySN); 
} 
  
questa interfaccia, che estende la classe shareable, dichiara il metodo 
condiviso di Purse denominato getTransaction. 
 
 
airfrance.AirFranceInterface 
 
package airfrance; 
import javacard.framework.Shareable; 
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public interface AirFranceInterface extends Shareable{ 
 
 public void logFull(); 
 public short getBalance(); 
 public void updatePoints(byte debit); 
} 
 
questa interfaccia, che estende la classe shareable, dichiara i metodi 
condivisi della loyalty AirFranceApplet denominati rispettivamente logFull, 
getBalance e updatePoints. 
 
rentacar.RentaCarInterface 
 
package rentacar; 
import javacard.framework.Shareable; 
 
public interface RentaCarInterface extends Shareable{ 
 
 public void logFull(); 
 public short getBalance(); 
 public void updatePoints(byte debit); 
} 
 
questa interfaccia, che estende la classe shareable, dichiara i metodi 
condivisi della loyalty RentaCarApplet denominati rispettivamente logFull, 
getBalance e updatePoints. 
 
 
5.4.2  Codice della classe RentaCarApplet 
 
Di seguito riportiamo il codice della classe RentaCarApplet che implemen-
ta le funzionalità essenziali di una loyalty in grado di registrare i punti 
raccolti mediante transazioni effettuate sull’applet Purse, di registrare i 
punti totali raccolti da tutte le loyalty partner, di aggiornare i campi-dati 
della loyalty ogni qualvolta i punti vengono consumati e di ritornare il valo-
re dei campi-dati.  
  
 
package rentacar; 
 
import javacard.framework.*; 
import airfrance.AirFranceInterface; 
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import rentacar.RentaCarInterface; 
import purse.PurseInterface; 
 
 
public class RentaCarApplet extends Applet implements 
RentaCarInterface{ 
 
 // codice per il campo CLA del command APDU  
 final static byte CLA = (byte)0xB0; 
 
 // codici per il campo INS del command APDU  
 final static byte DEBIT_POINTS = (byte) 0x30; 
 final static byte GET_POINTS = (byte) 0x40; 
 
 // AID_bytes delle applets a cui richiede metodi  
     // condivisi  
final static byte[] Purse_AID_bytes = new byte[] 
{(byte)0xA0, (byte)0x00, (byte)0x00, (byte)0x00, 
(byte)0x62, (byte)0x03, (byte)0x01, (byte)0x0C, 
(byte)0x01, (byte)0x01}; 
 final static byte[] AirFrance_AID_bytes =  
new byte[] {(byte)0xA0, (byte)0x00, (byte)0x00, 
(byte)0x00, (byte)0x62, (byte)0x03, (byte)0x01, 
(byte)0x0C, (byte)0x02, (byte)0x02}; 
 
 // id dell'applet  
 final static byte RENTACAR_ID = (byte)0x03; 
  
 // codici dei metodi condivisi 
 final static byte logFull_ID = (byte)0xA1; 
 final static byte getBalance_ID = (byte)0xC1; 
 final static byte getTransaction_ID = (byte)0xA2; 
 final static byte updatePoints_ID = (byte)0xC2; 
 
 
 // codici di errore specifici dell'Applet 
 final static short SW_INVALID_POINTS = 0x6C83; 
 final static short SW_SERVER_AID_NULL = 0x6C85; 
 final static short SW_SIO_NULL = 0x6C87; 
 final static short SW_UNAUTHORIZED_CLIENT =  
0x6C89; 
  
 // variabili dell'applet 
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 short balance; 
 short extended_balance; 
  
 // metodo install 
 public static void install(byte[] bArray, 
short bOffset,byte bLength) { 
 
  new RentaCarApplet(bArray, bOffset, bLength); 
 
 } // fine metodo install 
 
 // costruttore dell’applet 
 private RentaCarApplet (byte[] bArray, short  
    bOffset, byte bLength) { 
   
  balance = (short)0x00; 
  extended_balance = (short)0x00; 
  register(); 
 
 } // fine costruttore 
  
 // metodo select 
 public boolean select() { 
 
  return true; 
 
 } // fine metodo select 
 
     // metodo deselect  
 public void deselect() { 
 
 } // fine metodo deselect 
 
 // metodo process 
 public void process(APDU apdu) { 
 
  byte[] buffer = apdu.getBuffer(); 
 
  // ritorna se l'APDU è un select command  
// dell'applet 
  if (selectingApplet()) 
   return; 
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  // verifica il campo CLA dell'APDU 
 if (buffer[ISO7816.OFFSET_CLA] != CLA) 
   ISOException.throwIt( 
ISO7816.SW_CLA_NOT_SUPPORTED); 
 
  // controlla il campo INS dell'APDU per  
// scegliere il metodo da lanciare 
  switch (buffer[ISO7816.OFFSET_INS]) { 
 
   case DEBIT_POINTS: debitPoints(apdu);  
    return; 
case GET_POINTS:   getPoints(apdu);  
    return; 
   default: ISOException.throwIt( 
ISO7816.SW_INS_NOT_SUPPORTED); 
  } 
 
 } // fine metodo process 
 
 // metodo debitPoints che sottrae i punti passati  
     // dall'APDU   
 private void debitPoints(APDU apdu) { 
   
  byte[] buffer = apdu.getBuffer(); 
  byte numBytes = buffer[ISO7816.OFFSET_LC]; 
  byte byteRead = (byte) 
     (apdu.setIncomingAndReceive()); 
  if ((numBytes!=1) || (byteRead!=1)) 
   ISOException.throwIt( 
ISO7816.SW_WRONG_LENGTH); 
  byte debit = buffer[ISO7816.OFFSET_CDATA]; 
  short ex_balance = extended_balance; 
   
  if (balance >= (short)debit) { 
   balanc =(short)(balance - (short)debit); 
   extended_balance = (short) 
(extended_balance - (short)debit); 
    
  } 
 
  else { 
    if (extended_balance > debit) { 
    balance = (short)0x00; 
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     extended_balance = (short) 
(extended_balance - (short)debit); 
    } 
 
   else  
    ISOException.throwIt( 
SW_INVALID_POINTS); 
  } 
   
  AID server_aid = JCSystem.lookupAID( 
AirFrance_AID_bytes,(short)0, 
(byte)AirFrance_AID_bytes.length); 
   
if (server_aid == null)  
   ISOException.throwIt( 
SW_SERVER_AID_NULL); 
      
  AirFranceInterface sio = (AirFranceInterface) 
(JCSystem.getAppletShareableInterfaceObject 
(server_aid,updatePoints_ID)); 
    
if (sio == null)  
   ISOException.throwIt(SW_SIO_NULL);  
    
     // chiamata al metodo condiviso 
  sio.updatePoints(debit, ex_balance); 
     
 } // fine metodo debitPoints 
 
 // metodo getPoints che ritorna il contenuto dei  
// campi balance e extended_balance 
 private void getPoints (APDU apdu) { 
 
  AID server_aid = JCSystem.lookupAID( 
Purse_AID_bytes,(short)0, 
(byte)Purse_AID_bytes.length); 
   
if (server_aid == null)  
   ISOException.throwIt( 
SW_SERVER_AID_NULL); 
      
  PurseInterface sio = (PurseInterface) 
(JCSystem.getAppletShareableInterfaceObject 
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(server_aid,getTransaction_ID)); 
    
if (sio == null)  
   ISOException.throwIt(SW_SIO_NULL);  
    
    
  byte rentaCarPoints =  
sio.getTransaction(RENTACAR_ID); 
  balance = (short) 
(balance+(short)rentaCarPoints); 
   
  AID server2_aid = JCSystem.lookupAID(  
AirFrance_AID_bytes,(short)0, 
(byte)AirFrance_AID_bytes.length); 
   
if (server2_aid == null)  
   ISOException.throwIt( 
SW_SERVER_AID_NULL); 
      
  AirFranceInterface sio2 =(AirFranceInterface) 
(JCSystem.getAppletShareableInterfaceObject 
(server2_aid,getBalance_ID)); 
    
if (sio2 == null)  
   ISOException.throwIt(SW_SIO_NULL);  
    
  // chiamata al metodo condiviso    
  short airFrancePoints = sio2.getBalance(); 
   
  if (airFrancePoints>=extended_balance){ 
   
   if (airFrancePoints ==0) 
    extended_balance = (short) 
(extended_balance + airFrancePoints 
+ (short)rentaCarPoints); 
   else 
    extended_balance = (short) 
(airFrancePoints + 
(short)rentaCarPoints); 
  } 
   
  byte[] buffer = apdu.getBuffer(); 
  short le = apdu.setOutgoing(); 
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  apdu.setOutgoingLength((byte)4); 
  Util.setShort(buffer,(short)0, balance); 
  Util.setShort(buffer,(short)2,  
    extended_balance); 
  apdu.sendBytes((short)0,(short)4); 
 
 } // fine metodo getPoints 
 
 
 // metodo condiviso logFull che RentaCarApplet non  
// ha sottoscritto con Purse  
 public void logFull() { 
 
AID client = 
JCSystem.getPreviousContextAID(); 
 
  if (!(client.equals 
(Purse_AID_bytes,(short)0, 
(byte)Purse_AID_bytes.length) )) { 
   ISOException.throwIt 
(SW_UNAUTHORIZED_CLIENT); 
  } 
   
  AID server_aid = JCSystem.lookupAID 
(Purse_AID_bytes,(short)0, 
(byte)Purse_AID_bytes.length); 
   
if (server_aid == null)  
   ISOException.throwIt( 
SW_SERVER_AID_NULL); 
      
  PurseInterface sio = (PurseInterface) 
(JCSystem.getAppletShareableInterfaceObject 
(server_aid,logFull_ID)); 
    
if (sio == null)  
   ISOException.throwIt(SW_SIO_NULL);  
    
     // chiamata al metodo condiviso 
byte rentaCarPoints =  
sio.getTransaction(RENTACAR_ID); 
  balance = (short)(balance + 
(short)rentaCarPoints); 
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  AID server2_aid = JCSystem.lookupAID( 
AirFrance_AID_bytes,(short)0, 
(byte)AirFrance_AID_bytes.length); 
   
if (server2_aid == null)  
   ISOException.throwIt( 
SW_SERVER_AID_NULL); 
      
  AirFranceInterface sio2 =(AirFranceInterface) 
(JCSystem.getAppletShareableInterfaceObject 
(server2_aid,getBalance_ID)); 
    
if (sio2 == null)  
   ISOException.throwIt(SW_SIO_NULL);  
    
     //chiamata al metodo condiviso 
  short airFrancePoints = sio2.getBalance(); 
 
  if (airFrancePoints >= extended_balance){ 
   
   if (airFrancePoints ==0) 
    extended_balance = (short) 
(extended_balance + airFrancePoints 
+ (short)rentaCarPoints); 
   else 
    extended_balance = (short) 
(airFrancePoints + 
(short)rentaCarPoints); 
  } 
 
 } // fine metodo condiviso logFull 
 
 // metodo condiviso getBalance che loyalty  
// partner possono accedere   
 // per aggiornare il campo extended_balance 
 public short getBalance() { 
  
AID client = 
JCSystem.getPreviousContextAID(); 
 
  if (!(client.equals( 
AirFrance_AID_bytes,(short)0, 
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(byte)AirFrance_AID_bytes.length) )) { 
   ISOException.throwIt( 
SW_UNAUTHORIZED_CLIENT); 
  } 
   
  return extended_balance; 
 
 } // fine metodo condiviso getBalance 
 
  
 // metodo condiviso updatePoints che loyalty  
// partner possono chiamare   
// per aggiornare il campo extended_balance in  
// seguito ad una decurtazione di punti 
 public void updatePoints(byte debit,  
short ex_balance) { 
  
AID client = 
JCSystem.getPreviousContextAID(); 
 
  if (!(client.equals( 
AirFrance_AID_bytes,(short)0, 
(byte)AirFrance_AID_bytes.length) )) { 
   ISOException.throwIt( 
SW_UNAUTHORIZED_CLIENT); 
  } 
   
  extended_balance = ex_balance; 
  extended_balance = (short)(extended_balance - 
    (short)debit); 
  if (balance > extended_balance) 
   balance= (byte)extended_balance; 
   
 } // fine metodo condiviso updatePoints 
  
 // metodo getShareableInterfaceObject che le  
// applet possono chiamare   
 // per ottenere un riferimento al SIO 
 public Shareable getShareableInterfaceObject( 
  AID client_aid, byte parameter) { 
    
  RentaCarInterface getLogUp_sio = this; 
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  if ((client_aid.equals( 
Purse_AID_bytes,(short)0, 
(byte)Purse_AID_bytes.length)  
&& parameter == logFull_ID)) 
   return getLogUp_sio; 
  if ((client_aid.equals( 
AirFrance_AID_bytes,(short)0, 
(byte)AirFrance_AID_bytes.length)  
&& (parameter == getBalance_ID  
|| parameter == updatePoints_ID))) 
   return getLogUp_sio; 
     
  return null; 
 
 } // fine metodo getShareableInterfaceObject 
 
 
} //fine RentaCarApplet 
 
 
 
5.5  Esempio di funzionamento 
   
Analizziamo ora una possibile sequenza di select e Command APDU (in-
viate dall’host alla carta) e di response APDU (inviate dalla carta all’ host  
che dimostrano il corretto funzionamento del sistema Purse - AirFrance-
Applet - RentaCarApplet. 
Nel caso specifico che stiamo analizzando vogliamo in particolare 
verificare che AirFranceApplet, che ha sottoscritto il servizio di logFull con 
Purse riesce a recuperare tutte le proprie transazioni mentre 
RentaCarApplet, che non ha sottoscritto il servizio con Purse, può perdere 
alcune proprie transazioni e dunque può perdere punti per la propria 
loyalty. 
 
Per riuscire in questo supponiamo che l’applicazione host dapprima invii 
quattro transazioni (pagamenti) all’applet Purse, riempiendo completa-
mente il transactionLog; ecco di seguito la tabella che riassume le quattro 
transazioni eseguite dall’host riportando l’entità (supposta in euro) delle 
transazioni e la loyalty cui quella transazione compete: 
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i-esima transazione transactionValue[i] transactionID[i] 
0 30 ∈ 0x03 
1 10 ∈ 0x03 
2 30 ∈ 0x02 
3 20 ∈ 0x02 
 
Tabella 5.8 : Transazioni inviate dall’host a Purse  
 
Supponiamo inoltre che, dopo ciascuna transazione, l’host selezioni 
entrambe le loyalty (AirFranceApplet e RentaCarApplet) per ottenere il 
valore dei rispettivi campi-dati; eseguita la quarta transazione, Purse 
invocherà il metodo logFull di AirFranceApplet ma l’effetto di questa ope-
razione sarà ininfluente in quanto tutte le precedenti transazioni sono state 
recuperate dalle rispettive loyalty e dunque non vi sarà l’eventualità che 
RentaCarApplet possa perdere delle transazioni in seguito ad operazioni 
di riscrittura del transactionLog. 
La tabella che segue riporta la situazione dei campi-dati delle due loyalty 
dopo che l’host ha effettuato le quattro transazioni illustrate in Tabella 5.8 
ed ha lanciato il metodo getPoints di entrambe le loyalty (abbiamo sup-
posto di assegnare 1 punto per ogni euro di transazione che equivale 
rispettivamente ad un chilometro di volo gratuito per AirFranceApplet ed a 
un’ora di noleggio gratuita per RentaCarApplet): 
 
Loyalty Campi-dati Valore 
balance 0x0050 AirFranceApplet extended-balance 0x0090 
balance 0x0040 RentaCarApplet extended-balance 0x0090 
 
Tabella 5.9 : Valore dei campi-dati delle loyalty  
 
Supponiamo infine che l’host effettui le otto ulteriori transazioni (riportate 
nella Tabella 5.10) senza mai richiedere i valori dei campi-dati alle loyalty 
(ovvero senza mai invocare i metodi getPoints delle loyalty). 
A causa delle dimensioni limitate del transactionLog (che può contenere 
fino ad un massimo di quattro diverse transazioni), le due transazioni 
indicate in grigio nella Tabella 5.10 saranno soprascritte dalle due 
transazioni in nero nella stessa tabella. Come conseguenza di ciò, 
quando, dopo le otto transazioni, l’host invocherà il metodo getPoints delle 
loyalty, AirFranceApplet, per effetto del servizio di logFull avrà recuperato 
tutte e sei le transazioni utili per aggiornare il proprio paniere di punti 
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mentre RentaCarApplet, per effetto della soprascrizione delle due 
transazioni, avrà perso due transazioni utili ad aggiornare i relativi campi-
dati. 
 
i-esima transazione transactionValue[i] transactionID[i] 
0 20 ∈ 0x02 
1 30 ∈ 0x02 
2 30 ∈ 0x03 
3 10 ∈ 0x03 
0 20 ∈ 0x02 
1 30 ∈ 0x02 
2 30 ∈ 0x02 
3 10 ∈ 0x02 
 
Tabella 5.10 : Secondo gruppo di transazioni inviate dall’host a Purse 
 
La situazione delle loyalty al termine di queste operazioni svolte dall’host è 
la seguente: 
 
Loyalty Campi-dati Valore Punti persi 
balance 0x0130 0x0000 AirFranceApplet extended-balance 0x0170  
balance 0x0040 0x0040 RentaCarApplet extended-balance 0x0170  
 
Tabella 5.11 : Valore dei campi-dati delle loyalty al termine delle 
transazioni 
 
Ecco di seguito il recoconto delle APDU di select, command e response 
scambiate tra host e carta che dimostrano il corretto funzionamento del 
sistema Purse - AirFranceApplet - RentaCarApplet 3 : 
 
// seleziona Purse 
CLA: 00, INS: a4, P1: 04, P2: 00, Lc: 0a, a0, 00, 00, 
00, 62, 03, 01, 0c, 01, 01, Le: 00,  
// response APDU 
                                                 
3  Per rendere più intelleggibile il resoconto abbiamo deciso di suddividere ogni APDU tra 
la sua parte select o command (caratterizzata da un allineamento a sinistra) e la parte 
response (caratterizzata da un allineamento a destra). Ricordiamo inioltre che i valori 
numerici dei vari campi degli APDUs sono espressi in base 16 e raggruppati per byte ( 
p.e. 0xFFFF è riportato come ff, ff ). 
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SW1: 90, SW2: 00 
 
// invoca getCredit() 
CLA: b0, INS: 40, P1: 00, P2: 00, Lc: 00, Le: 02, 
// ritorna balance 
ff, ff, SW1: 90, SW2: 00 
 
// transazione di 30∈ relativa a RentaCarApplet(0x03) 
CLA: b0, INS: 30, P1: 00, P2: 00, Lc: 02, 30, 03, Le: 
00,  
// response APDU  
SW1: 90, SW2: 00 
 
// seleziona RentaCarApplet 
CLA: 00, INS: a4, P1: 04, P2: 00, Lc: 0a, a0, 00, 00, 
00, 62, 03, 01, 0c, 03, 03, Le: 00,  
// response APDU  
SW1: 90, SW2: 00 
 
// invoca getPoints() 
CLA: b0, INS: 40, P1: 00, P2: 00, Lc: 00, Le: 04,  
// ritorna balance e extended_balance 
00, 30, 00, 30, SW1: 90, SW2: 00 
 
// seleziona AirFranceApplet 
CLA: 00, INS: a4, P1: 04, P2: 00, Lc: 0a, a0, 00, 00, 
00, 62, 03, 01, 0c, 02, 02, Le: 00,  
// response APDU  
SW1: 90, SW2: 00 
 
// invoca getPoints() 
CLA: b0, INS: 40, P1: 00, P2: 00, Lc: 00, Le: 04,  
// ritorna balance e extended_balance 
00, 00, 00, 30, SW1: 90, SW2: 00 
 
// seleziona Purse 
CLA: 00, INS: a4, P1: 04, P2: 00, Lc: 0a, a0, 00, 00, 
00, 62, 03, 01, 0c, 01, 01, Le: 00,  
// response APDU  
SW1: 90, SW2: 00 
 
// transazione di 10∈ relativa a RentaCarApplet(0x03) 
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CLA: b0, INS: 30, P1: 00, P2: 00, Lc: 02, 10, 03, Le: 
00,  
// response APDU  
SW1: 90, SW2: 00 
 
// seleziona RentaCarApplet 
CLA: 00, INS: a4, P1: 04, P2: 00, Lc: 0a, a0, 00, 00, 
00, 62, 03, 01, 0c, 03, 03, Le: 00,  
// response APDU 
SW1: 90, SW2: 00 
 
// invoca getPoints() 
CLA: b0, INS: 40, P1: 00, P2: 00, Lc: 00, Le: 04,  
// ritorna balance e extended_balance 
00, 40, 00, 40, SW1: 90, SW2: 00 
 
// seleziona AirFranceApplet 
CLA: 00, INS: a4, P1: 04, P2: 00, Lc: 0a, a0, 00, 00, 
00, 62, 03, 01, 0c, 02, 02, Le: 00,  
// response APDU 
SW1: 90, SW2: 00 
 
// invoca getPoints() 
CLA: b0, INS: 40, P1: 00, P2: 00, Lc: 00, Le: 04,  
// ri balance e extended_balance torna  
00, 00, 00, 40, SW1: 90, SW2: 00 
 
// seleziona Purse 
CLA: 00, INS: a4, P1: 04, P2: 00, Lc: 0a, a0, 00, 00, 
00, 62, 03, 01, 0c, 01, 01, Le: 00,  
// response APDU 
SW1: 90, SW2: 00 
 
// transazione di 30∈ relativa a AirFranceApplet(0x02) 
CLA: b0, INS: 30, P1: 00, P2: 00, Lc: 02, 30, 02, Le: 
00,  
// response APDU 
SW1: 90, SW2: 00 
 
// seleziona AirFranceApplet 
CLA: 00, INS: a4, P1: 04, P2: 00, Lc: 0a, a0, 00, 00, 
00, 62, 03, 01, 0c, 02, 02, Le: 00,  
// response APDU 
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SW1: 90, SW2: 00 
 
// invoca getPoints() 
CLA: b0, INS: 40, P1: 00, P2: 00, Lc: 00, Le: 04,  
// ri balance e extended_balance torna  
00, 30, 00, 70, SW1: 90, SW2: 00 
 
// seleziona RentaCarApplet 
CLA: 00, INS: a4, P1: 04, P2: 00, Lc: 0a, a0, 00, 00, 
00, 62, 03, 01, 0c, 03, 03, Le: 00,  
// response APDU 
SW1: 90, SW2: 00 
 
// invoca getPoints() 
CLA: b0, INS: 40, P1: 00, P2: 00, Lc: 00, Le: 04,  
// ritorna balance e extended_balance 
00, 40, 00, 70, SW1: 90, SW2: 00 
 
// seleziona Purse 
CLA: 00, INS: a4, P1: 04, P2: 00, Lc: 0a, a0, 00, 00, 
00, 62, 03, 01, 0c, 01, 01, Le: 00,  
// response APDU 
SW1: 90, SW2: 00 
 
// transazione di 20∈ relativa a AirFranceApplet(0x02) 
CLA: b0, INS: 30, P1: 00, P2: 00, Lc: 02, 20, 02, Le: 
00,  
// response APDU 
SW1: 90, SW2: 00 
 
// seleziona AirFranceApplet 
CLA: 00, INS: a4, P1: 04, P2: 00, Lc: 0a, a0, 00, 00, 
00, 62, 03, 01, 0c, 02, 02, Le: 00,  
// response APDU  
SW1: 90, SW2: 00 
 
// invoca getPoints() 
CLA: b0, INS: 40, P1: 00, P2: 00, Lc: 00, Le: 04,  
// ritorna balance e extended_balance 
00, 50, 00, 90, SW1: 90, SW2: 00 
 
// seleziona RentaCarApplet 
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CLA: 00, INS: a4, P1: 04, P2: 00, Lc: 0a, a0, 00, 00, 
00, 62, 03, 01, 0c, 03, 03, Le: 00,  
// response APDU 
SW1: 90, SW2: 00 
 
// invoca getPoints() 
CLA: b0, INS: 40, P1: 00, P2: 00, Lc: 00, Le: 04,  
// ritorna balance e extended_balance 
00, 40, 00, 90, SW1: 90, SW2: 00 
 
// seleziona Purse 
CLA: 00, INS: a4, P1: 04, P2: 00, Lc: 0a, a0, 00, 00, 
00, 62, 03, 01, 0c, 01, 01, Le: 00,  
// response APDU  
SW1: 90, SW2: 00 
 
// transazione di 20∈ relativa a AirFranceApplet(0x02) 
CLA: b0, INS: 30, P1: 00, P2: 00, Lc: 02, 20, 02, Le: 
00,  
// response APDU  
SW1: 90, SW2: 00 
 
// transazione di 30∈ relativa a AirFranceApplet(0x02) 
CLA: b0, INS: 30, P1: 00, P2: 00, Lc: 02, 30, 02, Le: 
00,  
// response APDU  
SW1: 90, SW2: 00 
 
// transazione di 30∈ relativa a RentaCarApplet(0x03) 
CLA: b0, INS: 30, P1: 00, P2: 00, Lc: 02, 30, 03, Le: 
00,  
// response APDU  
SW1: 90, SW2: 00 
 
// transazione di 10∈ relativa a RentaCarApplet(0x03) 
CLA: b0, INS: 30, P1: 00, P2: 00, Lc: 02, 10, 03, Le: 
00,  
// response APDU  
SW1: 90, SW2: 00 
 
// transazione di 20∈ relativa a AirFranceApplet(0x02) 
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CLA: b0, INS: 30, P1: 00, P2: 00, Lc: 02, 20, 02, Le: 
00,  
// response APDU  
SW1: 90, SW2: 00 
 
// transazione di 30∈ relativa a AirFranceApplet(0x02) 
CLA: b0, INS: 30, P1: 00, P2: 00, Lc: 02, 30, 02, Le: 
00,  
// response APDU  
SW1: 90, SW2: 00 
 
// transazione di 30∈ relativa a AirFranceApplet(0x02) 
CLA: b0, INS: 30, P1: 00, P2: 00, Lc: 02, 30, 02, Le: 
00,  
// response APDU  
SW1: 90, SW2: 00 
 
// transazione di 10∈ relativa a AirFranceApplet(0x02) 
CLA: b0, INS: 30, P1: 00, P2: 00, Lc: 02, 10, 02, Le: 
00,  
// response APDU  
SW1: 90, SW2: 00 
 
// invoca getCredit() 
CLA: b0, INS: 40, P1: 00, P2: 00, Lc: 00, Le: 02,  
// ritorna balance 
fe, 4f, SW1: 90, SW2: 00 
 
// seleziona AirFranceApplet 
CLA: 00, INS: a4, P1: 04, P2: 00, Lc: 0a, a0, 00, 00, 
00, 62, 03, 01, 0c, 02, 02, Le: 00,  
// response APDU  
SW1: 90, SW2: 00 
 
// invoca getPoints() 
CLA: b0, INS: 40, P1: 00, P2: 00, Lc: 00, Le: 04,  
// ritorna balance e extended_balance 
01, 30, 01, 70, SW1: 90, SW2: 00 
 
// seleziona RentaCarApplet 
CLA: 00, INS: a4, P1: 04, P2: 00, Lc: 0a, a0, 00, 00, 
00, 62, 03, 01, 0c, 03, 03, Le: 00,  
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// response APDU  
SW1: 90, SW2: 00 
 
// invoca getPoints() 
CLA: b0, INS: 40, P1: 00, P2: 00, Lc: 00, Le: 04, 
// ritorna balance e extended_balance 
00, 40, 01, 70, SW1: 90, SW2: 00 
 
 
 
5.6  Implementazione di RentaCarApplet che 
realizza un flusso illegale di informazioni 
 
Supponiamo adesso che l’implementatore di RentaCarApplet decida di 
effettuare la modifica alla funzione getBalance riportata di seguito (in 
neretto): 
 
 
... 
 
// metodo condiviso getBalance che loyalties  
// partners possono accedere   
// per aggiornare il campo extended_balance 
public short getBalance() { 
  
 AID client = JCSystem.getPreviousContextAID(); 
 
 if (!(client.equals 
   (AirFrance_AID_bytes,(short)0, 
        (byte)AirFrance_AID_bytes.length) )) { 
  ISOException.throwIt( 
SW_UNAUTHORIZED_CLIENT); 
 } 
 
 AID server_aid = JCSystem.lookupAID( 
  Purse_AID_bytes,(short)0, 
                 (byte)Purse_AID_bytes.length); 
  
     if (server_aid == null)        
ISOException.throwIt(SW_SERVER_AID_NULL); 
      
99 
 PurseInterface sio = (PurseInterface) 
(JCSystem.getAppletShareableInterfaceObject( 
server_aid,getTransaction_ID)); 
  if (sio == null)  
  ISOException.throwIt(SW_SIO_NULL);      
    
//chiamata al metodo condiviso 
byte rentaCarPoints = 
sio.getTransaction(RENTACAR_ID); 
   
     balance = (short)(balance + 
     (short)rentaCarPoints); 
   
 AID server2_aid = JCSystem.lookupAID( 
AirFrance_AID_bytes,(short)0, 
(byte)AirFrance_AID_bytes.length); 
  
if (server2_aid == null)  
  ISOException.throwIt(SW_SERVER_AID_NULL); 
      
 AirFranceInterface sio2 = (AirFranceInterface) 
(JCSystem.getAppletShareableInterfaceObject( 
server2_aid,getBalance_ID)); 
   
 if (sio2 == null)  
  ISOException.throwIt(SW_SIO_NULL);      
    
//chiamata al metodo condiviso  
short airFrancePoints = sio2.getBalance(); 
   
 if (airFrancePoints >= extended_balance){ 
   
  if (airFrancePoints == 0) 
   extended_balance = (short) 
(extended_balance + airFrancePoints +  
(short)rentaCarPoints); 
  else 
   extended_balance = (short) 
(airFrancePoints +  
(short)rentaCarPoints); 
 } 
  
 return extended_balance; 
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} // fine metodo condiviso getBalance 
 
... 
 
 
Con la modifica sopra illustrata, quando AirFranceApplet, a seguito di una 
chiamata di logFull, invoca il metodo condiviso getBalance di RentaCar-
Applet, quest’ultima invoca il metodo condiviso getTransaction di Purse 
ottenendo tutte le proprie transazioni. 
 
Cosi facendo RentaCarApplet ottiene gratuitamente il servizio di logFull 
per il quale invece AirFrance ha pagato sottoscrivendolo con Purse. 
 
Si verifica così un flusso illegale di informazioni in quanto l’informazione di 
transactionLog pieno, inviata da Purse ad AirFranceApplet mediante il 
servizio di logFull, risulta filtrare anche a RentaCarApplet che non aveva 
sottoscritto il servizio. 
 
Se adesso l’host esegue esattamente la stessa sequenza di APDU il-
lustrata nel precedente paragrafo, è facile verificare che RentaCarApplet 
adesso non perderà più le due transazioni segnalate in grigio nella Tabella 
5.10, ma riuscirà a recuperarle pur non avendo sottoscritto alcun servizio 
di logFull con Purse. 
Vediamo prima la situazione delle loyalty al termine di queste operazioni 
svolte dall’host: 
 
Loyalty Campi-dati Valore Punti persi 
balance 0x0130 0x0000 AirFranceApplet extended-balance 0x01b0  
balance 0x0080 0x0000 RentaCarApplet extended-balance 0x01b0  
 
Tabella 5.12 : Valore dei campi-dati delle loyalty con RentaCarApplet che 
genera flusso illegale 
 
Vediamo infine il recoconto delle APDU di select, command e response 
scambiate tra host e carta che dimostrano l’avvenuto flusso illegale di in-
formazioni nel sistema modificato Purse - AirFranceApplet - Renta-
CarApplet  : 
 
// seleziona Purse 
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CLA: 00, INS: a4, P1: 04, P2: 00, Lc: 0a, a0, 00, 00, 
00, 62, 03, 01, 0c, 01, 01, Le: 00,  
// response APDU 
SW1: 90, SW2: 00 
 
// invoca getCredit() 
CLA: b0, INS: 40, P1: 00, P2: 00, Lc: 00, Le: 02, 
// ritorna balance 
ff, ff, SW1: 90, SW2: 00 
 
// transazione di 30∈ relativa a RentaCarApplet(0x03) 
CLA: b0, INS: 30, P1: 00, P2: 00, Lc: 02, 30, 03, Le: 
00,  
// response APDU  
SW1: 90, SW2: 00 
 
// seleziona RentaCarApplet 
CLA: 00, INS: a4, P1: 04, P2: 00, Lc: 0a, a0, 00, 00, 
00, 62, 03, 01, 0c, 03, 03, Le: 00,  
// response APDU  
SW1: 90, SW2: 00 
 
// invoca getPoints() 
CLA: b0, INS: 40, P1: 00, P2: 00, Lc: 00, Le: 04,  
// ri balance e extended_balance torna  
00, 30, 00, 30, SW1: 90, SW2: 00 
 
// seleziona AirFranceApplet 
CLA: 00, INS: a4, P1: 04, P2: 00, Lc: 0a, a0, 00, 00, 
00, 62, 03, 01, 0c, 02, 02, Le: 00,  
// response APDU  
SW1: 90, SW2: 00 
 
// invoca getPoints() 
CLA: b0, INS: 40, P1: 00, P2: 00, Lc: 00, Le: 04,  
// ritorna balance e extended_balance 
00, 00, 00, 30, SW1: 90, SW2: 00 
 
// seleziona Purse 
CLA: 00, INS: a4, P1: 04, P2: 00, Lc: 0a, a0, 00, 00, 
00, 62, 03, 01, 0c, 01, 01, Le: 00,  
// response APDU  
SW1: 90, SW2: 00 
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// transazione di 10∈ relativa a RentaCarApplet(0x03) 
CLA: b0, INS: 30, P1: 00, P2: 00, Lc: 02, 10, 03, Le: 
00,  
// response APDU  
SW1: 90, SW2: 00 
 
// seleziona RentaCarApplet 
CLA: 00, INS: a4, P1: 04, P2: 00, Lc: 0a, a0, 00, 00, 
00, 62, 03, 01, 0c, 03, 03, Le: 00,  
// response APDU 
SW1: 90, SW2: 00 
 
// invoca getPoints() 
CLA: b0, INS: 40, P1: 00, P2: 00, Lc: 00, Le: 04,  
// ritorna balance e extended_balance 
00, 40, 00, 40, SW1: 90, SW2: 00 
 
// seleziona AirFranceApplet 
CLA: 00, INS: a4, P1: 04, P2: 00, Lc: 0a, a0, 00, 00, 
00, 62, 03, 01, 0c, 02, 02, Le: 00,  
// response APDU 
SW1: 90, SW2: 00 
 
// invoca getPoints() 
CLA: b0, INS: 40, P1: 00, P2: 00, Lc: 00, Le: 04,  
// ri balance e extended_balance torna  
00, 00, 00, 40, SW1: 90, SW2: 00 
 
// seleziona Purse 
CLA: 00, INS: a4, P1: 04, P2: 00, Lc: 0a, a0, 00, 00, 
00, 62, 03, 01, 0c, 01, 01, Le: 00,  
// response APDU 
SW1: 90, SW2: 00 
 
// transazione di 30∈ relativa a AirFranceApplet(0x02) 
CLA: b0, INS: 30, P1: 00, P2: 00, Lc: 02, 30, 02, Le: 
00,  
// response APDU 
SW1: 90, SW2: 00 
 
// seleziona AirFranceApplet 
103 
CLA: 00, INS: a4, P1: 04, P2: 00, Lc: 0a, a0, 00, 00, 
00, 62, 03, 01, 0c, 02, 02, Le: 00,  
// response APDU 
SW1: 90, SW2: 00 
 
// invoca getPoints() 
CLA: b0, INS: 40, P1: 00, P2: 00, Lc: 00, Le: 04,  
// ritorna balance e extended_balance 
00, 30, 00, 70, SW1: 90, SW2: 00 
 
// seleziona RentaCarApplet 
CLA: 00, INS: a4, P1: 04, P2: 00, Lc: 0a, a0, 00, 00, 
00, 62, 03, 01, 0c, 03, 03, Le: 00,  
// response APDU 
SW1: 90, SW2: 00 
 
// invoca getPoints() 
CLA: b0, INS: 40, P1: 00, P2: 00, Lc: 00, Le: 04,  
// ritorna balance e extended_balance 
00, 40, 00, 70, SW1: 90, SW2: 00 
 
// seleziona Purse 
CLA: 00, INS: a4, P1: 04, P2: 00, Lc: 0a, a0, 00, 00, 
00, 62, 03, 01, 0c, 01, 01, Le: 00,  
// response APDU 
SW1: 90, SW2: 00 
 
// transazione di 20∈ relativa a AirFranceApplet(0x02) 
CLA: b0, INS: 30, P1: 00, P2: 00, Lc: 02, 20, 02, Le: 
00,  
// response APDU 
SW1: 90, SW2: 00 
 
// seleziona AirFranceApplet 
CLA: 00, INS: a4, P1: 04, P2: 00, Lc: 0a, a0, 00, 00, 
00, 62, 03, 01, 0c, 02, 02, Le: 00,  
// response APDU  
SW1: 90, SW2: 00 
 
// invoca getPoints() 
CLA: b0, INS: 40, P1: 00, P2: 00, Lc: 00, Le: 04,  
// ri balance e extended_balance torna  
00, 50, 00, 90, SW1: 90, SW2: 00 
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// seleziona RentaCarApplet 
CLA: 00, INS: a4, P1: 04, P2: 00, Lc: 0a, a0, 00, 00, 
00, 62, 03, 01, 0c, 03, 03, Le: 00,  
// response APDU 
SW1: 90, SW2: 00 
 
// invoca getPoints() 
CLA: b0, INS: 40, P1: 00, P2: 00, Lc: 00, Le: 04,  
// ri balance e extended_balance torna  
00, 40, 00, 90, SW1: 90, SW2: 00 
 
// seleziona Purse 
CLA: 00, INS: a4, P1: 04, P2: 00, Lc: 0a, a0, 00, 00, 
00, 62, 03, 01, 0c, 01, 01, Le: 00,  
// response APDU  
SW1: 90, SW2: 00 
 
// transazione di 20∈ relativa a AirFranceApplet(0x02) 
CLA: b0, INS: 30, P1: 00, P2: 00, Lc: 02, 20, 02, Le: 
00,  
// response APDU  
SW1: 90, SW2: 00 
 
// transazione di 30∈ relativa a AirFranceApplet(0x02) 
CLA: b0, INS: 30, P1: 00, P2: 00, Lc: 02, 30, 02, Le: 
00,  
// response APDU  
SW1: 90, SW2: 00 
 
// transazione di 30∈ relativa a RentaCarApplet(0x03) 
CLA: b0, INS: 30, P1: 00, P2: 00, Lc: 02, 30, 03, Le: 
00,  
// response APDU  
SW1: 90, SW2: 00 
 
// transazione di 10∈ relativa a RentaCarApplet(0x03) 
CLA: b0, INS: 30, P1: 00, P2: 00, Lc: 02, 10, 03, Le: 
00,  
// response APDU  
SW1: 90, SW2: 00 
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// transazione di 20∈ relativa a AirFranceApplet(0x02) 
CLA: b0, INS: 30, P1: 00, P2: 00, Lc: 02, 20, 02, Le: 
00,  
// response APDU  
SW1: 90, SW2: 00 
 
// transazione di 30∈ relativa a AirFranceApplet(0x02) 
CLA: b0, INS: 30, P1: 00, P2: 00, Lc: 02, 30, 02, Le: 
00,  
// response APDU  
SW1: 90, SW2: 00 
 
// transazione di 30∈ relativa a AirFranceApplet(0x02) 
CLA: b0, INS: 30, P1: 00, P2: 00, Lc: 02, 30, 02, Le: 
00,  
// response APDU  
SW1: 90, SW2: 00 
 
// transazione di 10∈ relativa a AirFranceApplet(0x02) 
CLA: b0, INS: 30, P1: 00, P2: 00, Lc: 02, 10, 02, Le: 
00,  
// response APDU  
SW1: 90, SW2: 00 
 
// invoca getCredit() 
CLA: b0, INS: 40, P1: 00, P2: 00, Lc: 00, Le: 02,  
// ritorna balance 
fe, 4f, SW1: 90, SW2: 00 
 
// seleziona AirFranceApplet 
CLA: 00, INS: a4, P1: 04, P2: 00, Lc: 0a, a0, 00, 00, 
00, 62, 03, 01, 0c, 02, 02, Le: 00,  
// response APDU  
SW1: 90, SW2: 00 
 
// invoca getPoints() 
CLA: b0, INS: 40, P1: 00, P2: 00, Lc: 00, Le: 04,  
// ri balance e extended_balance torna  
01, 30, 01, b0, SW1: 90, SW2: 00 
 
// seleziona RentaCarApplet 
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CLA: 00, INS: a4, P1: 04, P2: 00, Lc: 0a, a0, 00, 00, 
00, 62, 03, 01, 0c, 03, 03, Le: 00,  
// response APDU  
SW1: 90, SW2: 00 
 
// invoca getPoints() 
CLA: b0, INS: 40, P1: 00, P2: 00, Lc: 00, Le: 04, 
// ritorna balance e extended_balance 
00, 80, 01, b0, SW1: 90, SW2: 00 
 
 
 
5.7  Implementazione di un Purse sicuro 
 
Realizziamo adesso la soluzione implementativa che abbiamo accennato 
nel capitolo precedente così da rendere Purse sicuro, ovvero da rendere 
Purse capace di rilevare e contrastare questo possibile flusso illegale di 
informazioni. 
La soluzione implementativa che proponiamo, oltre ad impedire che il 
flusso illegale di informazioni provochi un accesso illegale a dati di Purse, 
garantisce che il sistema Purse - AirFranceApplet - RentaCar “illegale” 
non divenga inconsistente e dunque non più utilizzabile in futuro. La 
nostra soluzione infatti garantisce che il sistema continui a funzionare 
correttamente come se il flusso illegale di informazioni non si fosse mai 
verificato, provvedendo a segnalare all’host la presenza di un tentativo di 
flusso illegale di informazioni. Tale segnalazione potrebbe ad esempio 
essere utilizzata dall’host per procedere ad una operazione di disinstal-
lazione dell’applet corrotta dalla carta [4], riportando il sistema in sicurez-
za. 
 
Vediamo nel dettaglio la soluzione proposta. 
 
 
5.7.1  Codice della classe SecureApplet 
 
Per prima cosa abbiamo realizzato una classe che abbiamo nominato 
SecureApplet che contiene tutti i campi-dati ed i metodi necessari per ren-
dere Purse sicuro. 
Di seguito proponiamo il codice della classe SecureApplet : 
 
package purse; 
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import javacard.framework.*; 
 
class SecureApplet {  
  
 // codice di errore  
 final static short SW_ILLEGAL_FLOW = 0x6A99; 
  
 // variabili della classe 
 private boolean checkSecure; 
 private AID notNestedActiveContext; 
 
 // costruttore 
 SecureApplet ()  { 
 
  checkSecure = true; 
  notNestedActiveContext = null; 
  
 } // fine costruttore 
 
 // metodo setNotNested che da inizio a chiamate di  
// metodi non innestati 
 void setNotNested(AID actCxt) { 
   
  notNestedActiveContext = actCxt; 
 
 } // fine metodo setNotNested 
  
 // metodo checkSecure che verifica se vi e' stato  
     // illegal flow 
 boolean checkSecure( AID prvCxt) { 
   
  if (notNestedActiveContext != null) { 
   if (!(prvCxt.equals 
(notNestedActiveContext)  
|| prvCxt == null)) { 
      
    checkSecure = false; 
    return false; 
   } 
  } 
  return true; 
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 } // fine metodo checkSecure  
  
 // metodo resetNotNested che pone fine a chiamate  
// di metodi non innestati 
 void resetNotNested() { 
  notNestedActiveContext = null; 
  if (!checkSecure) { 
    checkSecure = true;  
    ISOException.throwIt( 
SW_ILLEGAL_FLOW); 
  }   
 
 } // fine metodo resetNotNested 
 
}// fine class SecureApplet 
 
 
 
5.7.2  Modifiche al codice della classe Purse 
 
Vediamo adesso le modifiche da apportare alla classe Purse per rendere il 
purse effettivamente sicuro. 
Per prima cosa occorre importare la nuova classe che abbiamo illustrato 
nel precedente paragrafo: 
 
package purse; 
 
import javacard.framework.*; 
import airfrance.AirFranceInterface; 
import purse.PurseInterface; 
import purse.SecureApplet; 
... 
 
Successivamente occorre dichiarare, tra le variabili della classe Purse, 
una nuova variabile di tipo SecureApplet: 
 
... 
 
// variabili dell'applet 
private SecureApplet sa = new SecureApplet(); 
private byte[] transactionValue = new byte[4]; 
private byte[] transactionID = new byte[4]; 
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private short balance; 
private short numTransaction; 
 
... 
 
Occorre poi modificare il codice del metodo debit in modo da poter settare 
la variabile notNestedActiveContext con l’AID dell’applet cui appartiene il 
metodo che sta per essere invocato (indicando che la chiamata a metodo 
condiviso che sta per essere invocato non dovrà formare un ciclo di chia-
mate innestate) : 
 
 
private void debit(APDU apdu) { 
 
... 
   
 if (numTransaction==4){ 
 
   AID server_aid = JCSystem.lookupAID( 
           AirFrance_AID bytes,(short)0, 
           (byte)AirFrance_AID_bytes.length); 
     
 if (server_aid == null) 
   ISOException.throwIt( 
               SW_SERVER_AID_NULL); 
 
  AirFranceInterface sio = (AirFranceInterface) 
(JCSystem.getAppletShareableInterfaceObject 
(server_aid,logFull_ID)); 
    if (sio == null) 
    ISOException.throwIt(SW_SIO_NULL); 
 
// setto le variabili notNested e  
// notNestedActiveContext per impedire  
// chiamate innestate  
sa.setNotNested(server_aid); 
 
  sio.logFull(); 
 
Al ritorno dalla chiamata che non vogliamo formi un ciclo di chiamate 
innestate settiamo opportunamente le variabili per un corretto funziona-
mento del sistema (in Purse settiamo numTransaction a zero) e reset-
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tiamo i valori della variabile notNestedActiveContext a null per indicare 
che è terminata l’esigenza di impedire cicli di chiamate innestate. Occorre 
poi verificare se la variabile checkSecure, che rileva se vi è stato, durante 
la chiamata di logFull, un tentativo di flusso illegale, è settata su false; in 
caso affermativo viene sollevata una segnalazione di errore con codice 
0x6A99 e significato SW_ILLEGAL_FLOW . 
 
... 
 
    numTransaction=0; 
    // verifico ceckSecure ed eventualmente  
 // ritorno errore 
    sa.resetNotNested(); 
 
  } 
} // fine metodo debit 
 
 
Occorre infine modificare il metodo condiviso getTransaction che potrebbe 
generare flusso illegale di informazione. Dobbiamo infatti inserire, subito 
dopo il metodo getPreviousContextAID un controllo che verifichi se la 
variabile notNestedActiveContext è diversa da Null (non vogliamo cicli di 
chiamate innestate). In caso affermativo dobbiamo imporre un ulteriore 
controllo di sicurezza dinamica, imposto adesso a programma e non a 
livello di Firewall, che verifichi che l’AID del chiamante (prodotto da 
getPreviousContextAID) non differisca dall’AID dell’applet registrato nel 
campo-dati notNestedActiveContext (corrispondente all’applet verso cui è 
stato invocato il metodo in modalità non innestata) o da null (che equivale 
all’AID del JCRE). Se l’AID del chiamante dovesse differire allora viene 
settato il campo-dati checkSecure a false consentendo, al ritorno del 
metodo logFull, di rilevare il tentativo di flusso illegale e di sollevare un se-
gnale di errore. 
Se il metodo ritornava un valore, allora, in caso di flusso illegale, per non 
causare malfunzionamenti del sistema complessivo, occorre ritornare un 
valore “neutro” in grado cioè di non modificare il contenuto informativo del 
chiamante (nel nostro caso ritorna il valore zero). 
 
 
public byte getTransaction(byte loyaltySN){ 
 
 byte transactionAmount = (byte)0x00; 
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 AID client = JCSystem.getPreviousContextAID(); 
 
// se notNested è true effettuo un ulteriore  
// controllo di sicurezza a programma ed in caso  
// di illegal flow ritorno il
 if (!sa.checkSecure(client)) 
 valore zero  
  return transactionAmount; 
 else { 
 
     if (!(client.equals( 
AirFrance_AID_bytes,(short)0, 
(byte)AirFrance_AID_bytes.length) || 
client.equals(RentaCar_AID_bytes,(short)0, 
(byte)RentaCar_AID_bytes.length))) { 
   ISOException.throwIt( 
SW_UNAUTHORIZED_CLIENT); 
  } 
 
  for (byte i=0;i<4;i++){ 
   if (transactionID[i] == loyaltySN) { 
   transactionAmount = (byte) 
(transactionAmount +  
transactionValue[i]); 
           
transactionID[i] = (byte)0x00; 
   } 
  } 
  return transactionAmount; 
  } 
 
 } // fine metodo condiviso getTransaction 
 
 
Verifichiamo anche graficamente (Figura 5.4) la correttezza e la capacità 
di rilevare ed evitare un flusso illegale di informazioni e dati del metodo 
implementativo proposto: 
 
a seguito della chiamata ad un ciclo innestato di metodi condivisi (rap-
presentato dal percorso costituito dalle frecce 1, 4 e 5 di Figura 5.4), 
quando RentaCarApplet  effettua la chiamata a getTransaction (freccia n. 
5), quest’ultima rileva flusso illegale e setta la variabile checkSecure a 
false ritornando al metodo getBalance (freccia n. 6) un valore, il valore 
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zero,  in grado al tempo stesso di non realizzare il flusso illegale di dati ma 
anche di non compromettere il funzionamento del sistema. 
Quando il metodo logFull si conclude (freccia n. 8) il sistema comunica 
all’host che è stato rilevato un tentativo (fermato) di flusso illegale di 
informazioni e dati emettendo il codice di errore 6A99. 
 
Adesso l’host potrà, a seguito della segnalazione di errore, provvedere ad 
esempio a disinstallare RentaCarApplet per riportare il sistema nuova-
mente in sicurezza. 
 
 
Figura 5.4 : Meccanismo di rilevamento del flusso illegale 
  
Di seguito riportiamo il recoconto delle APDU di select, command e 
response scambiate tra host e carta che dimostrano il corretto funziona-
mento del sistema Purse_sicuro - AirFranceApplet - RentaCarApplet  : 
 
 
// seleziona Purse 
CLA: 00, INS: a4, P1: 04, P2: 00, Lc: 0a, a0, 00, 00, 
00, 62, 03, 01, 0c, 01, 01, Le: 00,  
// response APDU 
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SW1: 90, SW2: 00 
 
// invoca getCredit() 
CLA: b0, INS: 40, P1: 00, P2: 00, Lc: 00, Le: 02, 
// ritorna balance 
ff, ff, SW1: 90, SW2: 00 
 
// transazione di 30∈ relativa a RentaCarApplet(0x03) 
CLA: b0, INS: 30, P1: 00, P2: 00, Lc: 02, 30, 03, Le: 
00,  
// response APDU  
SW1: 90, SW2: 00 
 
// seleziona RentaCarApplet 
CLA: 00, INS: a4, P1: 04, P2: 00, Lc: 0a, a0, 00, 00, 
00, 62, 03, 01, 0c, 03, 03, Le: 00,  
// response APDU  
SW1: 90, SW2: 00 
 
// invoca getPoints() 
CLA: b0, INS: 40, P1: 00, P2: 00, Lc: 00, Le: 04,  
// ritorna balance e extended_balance 
00, 30, 00, 30, SW1: 90, SW2: 00 
 
// seleziona AirFranceApplet 
CLA: 00, INS: a4, P1: 04, P2: 00, Lc: 0a, a0, 00, 00, 
00, 62, 03, 01, 0c, 02, 02, Le: 00,  
// response APDU  
SW1: 90, SW2: 00 
 
// invoca getPoints() 
CLA: b0, INS: 40, P1: 00, P2: 00, Lc: 00, Le: 04,  
// ritorna balance e extended_balance 
00, 00, 00, 30, SW1: 90, SW2: 00 
 
// seleziona Purse 
CLA: 00, INS: a4, P1: 04, P2: 00, Lc: 0a, a0, 00, 00, 
00, 62, 03, 01, 0c, 01, 01, Le: 00,  
// response APDU  
SW1: 90, SW2: 00 
 
// transazione di 10∈ relativa a RentaCarApplet(0x03) 
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CLA: b0, INS: 30, P1: 00, P2: 00, Lc: 02, 10, 03, Le: 
00,  
// response APDU  
SW1: 90, SW2: 00 
 
// seleziona RentaCarApplet 
CLA: 00, INS: a4, P1: 04, P2: 00, Lc: 0a, a0, 00, 00, 
00, 62, 03, 01, 0c, 03, 03, Le: 00,  
// response APDU 
SW1: 90, SW2: 00 
 
// invoca getPoints() 
CLA: b0, INS: 40, P1: 00, P2: 00, Lc: 00, Le: 04,  
// ritorna balance e extended_balance 
00, 40, 00, 40, SW1: 90, SW2: 00 
 
// seleziona AirFranceApplet 
CLA: 00, INS: a4, P1: 04, P2: 00, Lc: 0a, a0, 00, 00, 
00, 62, 03, 01, 0c, 02, 02, Le: 00,  
// response APDU 
SW1: 90, SW2: 00 
 
// invoca getPoints() 
CLA: b0, INS: 40, P1: 00, P2: 00, Lc: 00, Le: 04,  
// ri balance e extended_balance torna  
00, 00, 00, 40, SW1: 90, SW2: 00 
  
// seleziona Purse 
CLA: 00, INS: a4, P1: 04, P2: 00, Lc: 0a, a0, 00, 00, 
00, 62, 03, 01, 0c, 01, 01, Le: 00,  
// response APDU 
SW1: 90, SW2: 00 
 
// transazione di 30∈ relativa a AirFranceApplet(0x02) 
CLA: b0, INS: 30, P1: 00, P2: 00, Lc: 02, 30, 02, Le: 
00,  
// response APDU 
SW1: 90, SW2: 00 
 
// seleziona AirFranceApplet 
CLA: 00, INS: a4, P1: 04, P2: 00, Lc: 0a, a0, 00, 00, 
00, 62, 03, 01, 0c, 02, 02, Le: 00,  
// response APDU 
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SW1: 90, SW2: 00 
 
// invoca getPoints() 
CLA: b0, INS: 40, P1: 00, P2: 00, Lc: 00, Le: 04,  
// ri balance e extended_balance torna  
00, 30, 00, 70, SW1: 90, SW2: 00 
 
// seleziona RentaCarApplet 
CLA: 00, INS: a4, P1: 04, P2: 00, Lc: 0a, a0, 00, 00, 
00, 62, 03, 01, 0c, 03, 03, Le: 00,  
// response APDU 
SW1: 90, SW2: 00 
 
// invoca getPoints() 
CLA: b0, INS: 40, P1: 00, P2: 00, Lc: 00, Le: 04,  
// ritorna balance e extended_balance 
00, 40, 00, 70, SW1: 90, SW2: 00 
 
// seleziona Purse 
CLA: 00, INS: a4, P1: 04, P2: 00, Lc: 0a, a0, 00, 00, 
00, 62, 03, 01, 0c, 01, 01, Le: 00,  
// response APDU 
SW1: 90, SW2: 00 
 
// transazione di 20∈ relativa a AirFranceApplet(0x02) 
CLA: b0, INS: 30, P1: 00, P2: 00, Lc: 02, 20, 02, Le: 
00,  
// response APDU; rileva il possibile illegal flow 
SW1: 6a, SW2: 99 
 
// seleziona AirFranceApplet 
CLA: 00, INS: a4, P1: 04, P2: 00, Lc: 0a, a0, 00, 00, 
00, 62, 03, 01, 0c, 02, 02, Le: 00,  
// response APDU  
SW1: 90, SW2: 00 
 
// invoca getPoints() 
CLA: b0, INS: 40, P1: 00, P2: 00, Lc: 00, Le: 04,  
// ritorna balance e extended_balance 
00, 50, 00, 90, SW1: 90, SW2: 00 
 
// seleziona RentaCarApplet 
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CLA: 00, INS: a4, P1: 04, P2: 00, Lc: 0a, a0, 00, 00, 
00, 62, 03, 01, 0c, 03, 03, Le: 00,  
// response APDU 
SW1: 90, SW2: 00 
 
// invoca getPoints() 
CLA: b0, INS: 40, P1: 00, P2: 00, Lc: 00, Le: 04,  
// ritorna balance e extended_balance 
00, 40, 00, 90, SW1: 90, SW2: 00 
 
// seleziona Purse 
CLA: 00, INS: a4, P1: 04, P2: 00, Lc: 0a, a0, 00, 00, 
00, 62, 03, 01, 0c, 01, 01, Le: 00,  
// response APDU  
SW1: 90, SW2: 00 
 
// transazione di 20∈ relativa a AirFranceApplet(0x02) 
CLA: b0, INS: 30, P1: 00, P2: 00, Lc: 02, 20, 02, Le: 
00,  
// response APDU  
SW1: 90, SW2: 00 
 
// transazione di 30∈ relativa a AirFranceApplet(0x02) 
CLA: b0, INS: 30, P1: 00, P2: 00, Lc: 02, 30, 02, Le: 
00,  
// response APDU  
SW1: 90, SW2: 00 
 
// transazione di 30∈ relativa a RentaCarApplet(0x03) 
CLA: b0, INS: 30, P1: 00, P2: 00, Lc: 02, 30, 03, Le: 
00,  
// response APDU  
SW1: 90, SW2: 00 
 
// transazione di 10∈ relativa a RentaCarApplet(0x03) 
CLA: b0, INS: 30, P1: 00, P2: 00, Lc: 02, 10, 03, Le: 
00,  
// response APDU; rileva il possibile illegal flow 
SW1: 6a, SW2: 99 
 
// seleziona Purse 
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CLA: 00, INS: a4, P1: 04, P2: 00, Lc: 0a, a0, 00, 00, 
00, 62, 03, 01, 0c, 01, 01, Le: 00,  
// response APDU  
SW1: 90, SW2: 00 
 
// transazione di 20∈ relativa a AirFranceApplet(0x02) 
CLA: b0, INS: 30, P1: 00, P2: 00, Lc: 02, 20, 02, Le: 
00,  
// response APDU  
SW1: 90, SW2: 00 
 
// transazione di 30∈ relativa a AirFranceApplet(0x02) 
CLA: b0, INS: 30, P1: 00, P2: 00, Lc: 02, 30, 02, Le: 
00,  
// response APDU  
SW1: 90, SW2: 00 
 
// transazione di 30∈ relativa a AirFranceApplet(0x02) 
CLA: b0, INS: 30, P1: 00, P2: 00, Lc: 02, 30, 02, Le: 
00,  
// response APDU  
SW1: 90, SW2: 00 
 
// transazione di 10∈ relativa a AirFranceApplet(0x02) 
CLA: b0, INS: 30, P1: 00, P2: 00, Lc: 02, 10, 02, Le: 
00,  
// response APDU; rileva il possibile illegal flow 
SW1: 6a, SW2: 99 
 
// seleziona AirFranceApplet 
CLA: 00, INS: a4, P1: 04, P2: 00, Lc: 0a, a0, 00, 00, 
00, 62, 03, 01, 0c, 02, 02, Le: 00,  
// response APDU  
SW1: 90, SW2: 00 
// invoca getPoints() 
CLA: b0, INS: 40, P1: 00, P2: 00, Lc: 00, Le: 04,  
// ritorna balance e extended_balance 
01, 30, 01, 70, SW1: 90, SW2: 00 
 
// seleziona RentaCarApplet 
CLA: 00, INS: a4, P1: 04, P2: 00, Lc: 0a, a0, 00, 00, 
00, 62, 03, 01, 0c, 03, 03, Le: 00,  
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// response APDU  
SW1: 90, SW2: 00 
 
// invoca getPoints() 
CLA: b0, INS: 40, P1: 00, P2: 00, Lc: 00, Le: 04, 
// ritorna balance e extended_balance 
00, 40, 01, 70, SW1: 90, SW2: 00 
 
 
 
5.8  Generalizzazione delle tecniche di 
programmazione sicura viste 
  
E’ possibile ottenere una procedura che consenta all’implementatore di 
applet di generare un codice in grado di resistere agli attacchi di tipo “flus-
so illegale di informazioni e dati” fin qui visti? 
 
Crediamo che sia possibile dare risposta affermativa. 
 
Concludiamo questa trattazione proponendo uno schema complessivo 
che rappresenta una sorta di guida per l’implementatore di applet, utile a 
garantire che l’applet creata non possa essere oggetto delle principali 
forme di flusso illegale di informazioni e dati, analizzate in questo lavoro, 
da parte di alcuna applet installata con cui venga ad interagire. 
 
Le principali regole implementative ricavate sono: 
 
Se l’applet offre metodi condivisi: 
1) In ciascun metodo condiviso occorre invocare, necessariamente 
come prima istruzione del metodo, il metodo getPreviousContext-
AID per ricavare l’AID dell’applet richiedente il metodo condiviso 
stesso e confrontare tale AID ottenuto con la lista degli AID delle 
applet autorizzate ad utilizzare il metodo condiviso. Se l’AID in 
questione non appartiene alla lista, allora l’esecuzione del metodo 
condiviso deve essere conclusa. 
Se l’applet offre dei servizi utilizzabili da alcune applet client del sistema 
ma non da tutte (servizi a pagamento o a sottoscrizione): 
1) occorre dichiarare, nell’applet in questione, una variabile della clas-
se SecureApplet; 
2) per ciascun servizio che si intende offrire ad altre applet occorre: 
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a. chiamare il metodo setNotNested sulla variabile di tipo 
SecureApplet  (per indicare che ha inizio una chiamata ad un  
metodo condiviso che non vogliamo formi un ciclo di chiama-
te innestate) immediatamente prima di invocare il servizio 
stesso; 
b. chiamare il metodo resetNotNested sulla variabile di tipo 
SecureApplet  (per indicare che ha termine una chiamata a 
metodo condiviso “senza ciclo” e per rilevare se vi è stato 
tentativo di flusso illegale) subito dopo l’istruzione di invoca-
zione del servizio stesso e comunque dopo le eventuali 
istruzioni necessarie a garantire il corretto funzionamento del 
sistema; in caso si sia verificato un tentativo di flusso ille-
gale, il metodo resetNotNested ritorna il codice di errore 
6A99. 
3) nell’implementazione di ciascun metodo condiviso che può subire 
flusso illegale a seguito di un ciclo di chiamate innestate di metodi 
condivisi occorre: 
a. inserire, subito dopo l’invocazione della getPreviousContext-
AID, la chiamata al metodo checkSecure sulla variabile di 
tipo SecureApplet (per verificare si sta tentando un flusso 
illegale); se il metodo ritorna true (non vi è stato flusso 
illegale di informazioni o dati) allora la funzione può operare 
normalmente altrimenti il metodo in questione setta il campo-
dati checkSecure a false e termina oppure, se è previsto che 
ritorni un valore, ritorna un valore in grado al tempo stesso di 
non realizzare il flusso illegale di dati e di non compromet-
tere il funzionamento del sistema. 
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Capitolo 6 
 
Conclusioni e lavori futuri 
 
 
 
Dopo aver analizzato il funzionamento del Firewall ed in generale dei mec-
canismi di sicurezza dinamica di una Java Card, il lavoro di tesi si è 
concentrato sulle problematiche che nascono dall’interazione tra applet 
installate sulla stessa carta. 
In particolare abbiamo studiato alcune possibili forme di flusso illegale di 
informazioni e di dati tra applet sulla carta. 
Dopo aver analizzato un semplice esempio di flusso illegale di informa-
zioni (esempio del sistema Alice - Bob - Charlie) risolto in letteratura me-
diante l’utilizzo del metodo del JCRE-context getPreviousContextAID, sia-
mo passati ad analizzare un più complesso esempio di flusso illegale di 
informazioni e di dati dovuto essenzialmente alla formazione di un 
particolare ciclo di chiamate a metodi condivisi tra applet (esempio del 
sistema Purse - AirFranceApplet - RentaCarApplet). 
Per quest’ultimo caso di flusso illegale di informazioni e di dati abbiamo 
dapprima analizzato alcune possibili soluzioni implementative che rendes-
sero Purse capace di rilevare ed evitare il flusso di informazioni e 
successivamente siamo passati a dare una implementazione complessiva 
del sistema  Purse - AirFranceApplet e RentaCarApplet nelle tre modalità 
di studio (il sistema nella modalità di funzionamento corretto, il sistema 
con RentaCarApplet che utilizza il flusso illegale di informazioni e di dati 
ed infine il sistema con Purse nella nuova versione sicura da attacchi di 
flusso illegale). 
Nell’ultima parte della tesi è stata verificata la funzionalità e l’utilità della 
versione implementativa proposta come soluzione al flusso illegale di in-
formazioni e di dati analizzato. 
 
 
6.1 Verso le Secure Shareable Interface 
Object 
 
Un importante sviluppo del lavoro svolto potrebbe essere ottenuto pensan-
do di aggiungere le funzionalità offerte dal nostro meccanismo di rile-
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vazione di flusso illegale (a seguito di particolari catene di chiamate a 
metodi condivisi che formano un ciclo) direttamente nel JCRE, ad esempio 
sotto forma di un nuovo tipo di Shareable Interface Object - delle 
Shareable Interface Object sicure che potremmo pensare di denominare 
SSIO (Secure Shareable Interface Object) - in grado di non consentire, 
per particolari metodi, il formarsi di cicli di chiamate innestate a Shareable 
Interface. 
Il vantaggio che si otterrebbe da questa soluzione sarebbe quello di 
mettere direttamente a disposizione del realizzatore di applet metodi del 
JCRE-context in grado di garantire lo stesso livello di sicurezza offerto dai 
nostri accorgimenti precedentemente illustrati. 
 
La garanzia quindi di non poter effettuare cicli di chiamate innestate a 
metodi condivisi sarebbe direttamente controllata dal JCRE e non 
richiederebbe al programmatore l’aggiunta di strutture dati e codice 
necessario per preservare servizi da flussi illegali di informazioni. 
 
Per poter realizzare il nuovo tipo di controllo dinamico sui metodi condivisi 
occorrerebbe definire le seguenti strutture dati nel JCRE: 
 
U Un campo denominato PreviousActiveContext (PAC) che, affiancando 
il CAC, permetterebbe di implementare correttamente i controlli 
necessari ad impedire cicli di chiamate innestate a metodi condivisi; 
U Una nuova interfaccia condivisa denominata Secure Shareable 
Interface (SSI) ovvero una interfaccia che ha la proprietà di segnalare 
al JCRE di applicare una serie di controlli di accesso più restrittivi di 
quelli attualmente previsti dal JCRE, al fine di evitare cicli di chiamate 
innestate a metodi condivisi per questo nuovo tipo di interfaccia. 
 
Occorrerebbe inoltre definire due nuove versioni dei metodi Applet.get-
ShareableInterfaceObject() e JCSystem.getAppletShareableInterface-
Object() che potremmo denominare rispettivamente Applet.get-
SecureShareableInterfaceObject() e JCSystem.getAppletSecure-
ShareableInterfaceObject() in grado di ritornare un riferimento al SSIO 
anzichè un riferimento al SIO. 
Infine occorrerebbe definire un nuovo blocco di regole di accesso da ag-
giungere agli 11 blocchi visti nel capitolo 3, al fine di garantire l’impos-
sibilità che avvengano cicli di chiamate innestate a metodi condivisi. 
 
Ecco di seguito i blocchi di regole da aggiungere al JCRE: 
 
1) Accesso ai metodi di una interfaccia condivisa sicura (SSI) 
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9 Se il metodo appartiene ad una applet del CAC l’accesso è 
consentito. 
9 Se il PAC è il JCRE-context l’accesso è consentito. Viene 
effettuata una commutazione di contesto al contesto del 
metodo invocato. 
9 Se il PAC coincide con il contesto del metodo che si vuole 
invocare allora l’accesso è consentito. Viene effettuata una 
commutazione di contesto al contesto del metodo invocato. 
9 Se il CAC è il JCRE-context l’accesso è consentito. Viene 
effettuata una commutazione di contesto al contesto del 
metodo invocato. 
U In tutti gli altri casi l’accesso è negato. 
 
2) Accesso ad una interfaccia  Sicure Shareable (SSI) 
 
9 Se l’oggetto appartiene ad una applet del CAC l’accesso è 
consentito. 
9 Se il PAC è il JCRE-context l’accesso è consentito. Viene 
effettuata una commutazione di contesto al contesto del 
metodo invocato. 
9 Se il PAC coincide con il contesto del metodo che si vuole 
invocare allora l’accesso è consentito. Viene effettuata una 
commutazione di contesto al contesto del metodo invocato. 
9 Se il CAC è il JCRE-context l’accesso è consentito. Viene 
effettuata una commutazione di contesto al contesto del 
metodo invocato. 
U In tutti gli altri casi l’accesso è negato. 
 
In figura 6.1 è illustrato un possibile schema di funzionamento del JCRE 
modificato applicato al caso di studio esaminato nei capitoli precedenti, 
mentre nella tabella 6.1 sono illustrati, per ciascuna invocazione di metodo 
condiviso, i controlli imposti dal JCRE.  
Nella colonna “< 1”  della tabella 6.1 vengono riportati i valori di PAC e 
CAC quando ancora l’invocazione del metodo logFull di AirFRanceApplet 
non è stato ancora effettuata. 
Come è possibile notare, a ciascuna chiamata a metodo condiviso, rap-
presentata nella Figura 6.1 mediante freccia numerata, è dedicata una 
colonna della Tabella 6.1 (che riporta come intestazione proprio il numero 
della freccia con cui la chiamata è stata rappresentata). Questa colonna, 
oltre a riportare i valori che PAC e CAC avevano prima della chiamata in 
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esame, riporta i controlli effettuati dal JCRE che debbono essere superati 
per rendere effettiva la chiamata al metodo condiviso. 
É facile notare come per le chiamate n. 1 (chiamata a logFull di AirFrance-
Applet) e n. 4 (chiamata a getBalance di RentaCarApplet), poichè sono SI, 
si applichino le note regole di accesso, mentre per  le chiamate n. 2 (chia-
mata a getTransaction da AirFranceApplet) e n. 5 (chiamata al metodo 
getTransaction da RentaCarApplet), poichè sono SSI, si applichino le 
nuove regole di accesso proposte. 
Concludiamo osservando come il nuovo sistema di controllo degli accessi 
ipotizzato riesca effettivamente ad individuare e fermare il flusso illegale di 
informazioni (l’accesso a getTransaction da RentaCarApplet è non 
consentito come illustrato nella colonna 5 della Tabella 6.1). 
 
 
Figura 6.1 : Meccanismo di interazione tra applet con SSI 
 
Invocazione dei metodi (da 1 a 8 in figura 6.1)  
< 1 1 2 4 5 6 7 8 
PAC Null JCRE Purse Purse AirFrance - - - 
CAC JCRE Purse AirFrance AirFrance RentaCar - - - 
Controlli del 
JCRE  
OBJ = SI 
 
PAC = JCRE 
PAC = P 
OBJ = SI 
 
PAC = JCRE 
PAC = P - - - 
ACCESSO 
CONSENTITO  OK OK OK NO - - - 
 
Tabella 6.1 : Controlli svolti dal JCRE per l’accesso a metodi condivisi 
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Appendice A 
 
Il kit di simulazione della Java 
Card 
 
 
In questa appendice si mostra il funzionamento del "JavaCard Kit 2.2" [3], 
descrivendo alcuni dei suoi comandi e spiegando come deve essere scrit-
ta un'applet per essere messa in esecuzione su una Java Card [11,15,16]. 
 
 
A.1  Scrittura del codice sorgente 
 
Vediamo prima di tutto un esempio per ricordare alcune regole per la  
programmazione in Java e poi mostreremo come deve essere scritta una 
applet per Java Card. 
 
 
A.1.1  Un sorgente Java 
 
Prima di tutto illustriamo la struttura del sorgente Java: 
 
package pluto; 
 
import paperone.banca; 
import pippo.*; 
 
public class Prova { 
 
public short metodol (boolean b){ 
... 
} 
 
public short metodo2 (short c){ 
... 
} 
} 
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Ricapitoliamo alcune regole di Java: 
 
- Ad ogni classe deve corrispondere un file *.java (non è previsto 
scrivere più di una classe per ogni file sorgente). 
 
- Il nome del file sorgente deve essere quello della classe con esten-
sione .java, in questo esempio si dovrà chiamare Prova.java. 
 
- La direttiva package specifica che quella classe fa parte di un package 
(in questo caso il nome del package è 'pluto'). Un package non è altro 
che un contenitore per classi. Il sorgente ed il file .class, che si ottiene 
dopo la compilazione, devono trovarsi dentro una directory con lo 
stesso nome del package. Nel nostro esempio i file Prova.java e 
Prova.class devono stare nella directory di nome pluto. 
 
- Negli import si devono indicare i nomi delle classi usate da Prova, 
comprensivi del loro package; ovvero: nomepackage.nomeclasse. 
 
 
A.1.2  Una applet per Java Card 
 
Lo "scheletro" di un'applet per Java Card è il seguente : 
 
package pluto; 
 
import paperone.Banca; 
import pippo.*; 
import javacard.framework.* 
 
public class AppletProva extends Applet { 
<tipicamente vengono dichiarate delle costanti> 
<una costante definisce il campo CLA comune a tutte le 
APDU riconosciute dall'applet (tipicamente scelto a 
caso; di solito va bene un valore che non sia OxOO 
oppure OxOF)> 
<altre costanti definiscono i campi INS (INStruction) 
delle APDU riconosciute dall'applet. Il protocollo di 
comunicazione prevede che il campo INS debba essere 
un numero pari> 
<altre costanti possono essere dichiarate per definire 
delle status word (SW) di risposta che l'applet può 
restituire al chiamante> 
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protected AppletProva(){ 
<eventuale inizializzazione di alcune variabili> 
 
register(); 
 
} 
 
public static void install(byte[] bArray, 
short bOffset, byte bLenght){ 
new AppletProva() ; 
 
} 
 
public boolean select(){ 
<azioni da compiere quando l'applet viene selezionato> 
 
} 
 
public boolean deselect(){ 
<azioni quando l'applet viene deselezionato> 
 
} 
 
public void process(APDU apdu) throws ISOException { 
<legge i vari campi della struttura APDU> 
<chiama i metodi metodol(),metodo2(), etc. che 
compiono l'azione specificata dall'APDU 
(tipicamente viene usato un costrutto case che 
va a leggere il campo INS della apdu in arrivo. 
Se fa parte dei campi INS riconosciuti dall'applet 
fa partire il corrispondente metodo.)> 
 
} 
private void metodol(APDU apdu){ 
<azioni corrispondenti ad una specifica apdu> 
 
} 
 
private void metodo2(APDU apdu){ 
<azioni corrispondenti ad una specifica apdu> 
 
} 
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} 
 
Il primo passo da fare è l’installazione dell’applet sulla Java Card. A 
questo fine chiamerà il metodo install(...), che ha il compito di creare una 
istanza dell'applet invocando il costruttore AppletProva(). Quest'ultimo a 
sua volta si preoccuperà di effettuare la registrazione chiamando il metodo 
register(). 
 
Quando sarà il momento di utilizzare l'applet AppletProva, il JCRE deve 
deselezionare l'applet corrente (chiamando la deselect() di quell'applet) e 
selezionare AppletProva invocando il suo metodo select(). 
A questo punto il JCRE invocherà il metodo process(apdu) passando 
l'APDU che ci interessa. Al termine dell'esecuzione se tutto è andato bene 
viene riportato lo status word (SW) Ox9000. 
 
 
A.2  Compilazione col comando javac 
 
Supponiamo di aver scritto per esteso il codice di AppletProva e di averlo 
salvato nella directory C:\esempio insieme a tutti i package di cui ha biso-
gno. 
Per compilare il codice della classe AppletProva si esegue il comando: 
 
C:\esempi> javac -g -classpath .; ...\api.jar    
 pluto\AppletProva.java 
 
L'opzione -g è fondamentale per poter in seguito generare un CAP file. 
L'opzione -classpath serve per indicare al compilatore il cammino dove 
trovare tutti i package importati da AppletProva.java (in questo caso 
'pippo' e 'paperone' si trovano nella stessa directory di 'pluto', altrimenti si 
deve specificare il percorso in cui si trovano) . 
Il file api.jar è fondamentale per far riconoscere il pacchetto java-
card.framework e quindi è necessario specificare il corretto percorso in cui 
è situato. Come si vede nell'esempio, i percorsi differenti in cui si trovano i 
vari package devono essere indicati separandoli con un  ' ; ‘ . 
 
 
A.3  Il comando converter 
 
Supponiamo di aver scritto tutte le classi che fanno parte del package 
'pluto' e di averle compilate. A questo punto non rimane che creare il CAP 
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file del package 'pluto', per poter installare il package sulla carta. A questo 
scopo è dedicato il comando converter. 
Prima di usare converter, occorre creare un file .opt, un file di testo che 
contiene alcune informazioni necessarie all 'esecuzione del comando. 
Una volta creato il file AppletProva.opt, è possibile eseguire il comando 
converter: 
 
converter -config pluto\AppletProva.opt 
 
Al momento dell'esecuzione del comando, all'interno del package viene 
creata una directory di nome 'javacard'. Questa conterrà i file Applet-
Prova.exp, AppletProva.jca e AppletProva.cap. 
 
 
A.4  Comandi per verificare i file 
 
I file .cap e .exp devono essere verificati prima di essere eseguiti dalla 
JCVM. 
Per verificare il file .cap si usa il comando: 
 
verifycap [opzioni]   <export file>  <cap file> 
 
In <export file> devono essere riportati gli export file di tutti i package usati 
dal CAP file da verificare. In particolare, saranno presenti gli export file 
delle API del javacard framework. Oltre ad essi si dovranno specificare sia 
gli export file degli altri package utilizzati dal CAP file sia l'export file 
relativo al CAP file stesso. 
In <cap file> si deve indicare il CAP file da verificare. 
Vediamo un esempio di come dovrebbe essere eseguito il comando 
verifycap: 
 
C:\esempio> verifycap . . .\api-export-file; 
...\javacard\lang.exp;...\javacard\framework.exp; 
...\javacard\crypto.exp;...\javacard\security.exp; 
<altri export file>;pluto\javacard\AppletProva.exp 
pluto\javacard\AppletProva.cap 
 
Precedentemente alla verifica del CAP file è opportuno controllare che 
siano corretti gli export file di cui si ha bisogno. 
A questo scopo si usa il comando verifyexp come illustrato di seguito: 
 
C:\esempio> verifyexp pluto\javacard\AppletProva.exp 
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Un altro comando che esegue dei controlli di compatibilità sugli export 
file è il comando verifyrev: 
 
C:\esempio> verifyrev <lst export file> <2nd export  
  file> 
 
Per verificare la compatibilità fra due versioni successive del solito export 
file, si devono avere file con lo stesso nome ma percorsi diversi. 
 
 
A.5  Il comando capgen 
 
Il comando capgen viene usato per convertire un file scritto in formato JCA 
(Java Card Assembly) in file CAP. Un file JCA non è altro che un file di 
testo che contiene il bytecode dei metodi definiti in un package, più altre 
informazioni sul package stesso. 
Vediamo un esempio: 
 
C:\esempio> capgen -o. . .\AppletProva.cap  
  . . .\AppletProva.jca 
 
Si genera il file AppletProva.cap dal file AppletProva.jca. 
L'opzione -o specifica il nome del file da creare comprensivo del percorso. 
 
 
A.6  Uso del simulatore di Java Card 
 
Una volta generato il CAP file, contenente una o più applet, è possibile 
installare tale file sul simulatore della Java Card e successivamente 
inviare delle APDU all’applet ed analizzarne le risposte. 
Il simulatore si compone di tre programmi differenti: 
 
- cref : il simulatore vero e proprio; 
 
- scriptgen : programma che genera automaticamente lo script per 
l'installazione delle applet sul simulatore; 
 
- apdutool : programma che invia le APDU al cref usando gli script. 
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A.6.1  Il comando cref 
 
 
La sintassi del comando è la seguente: 
 
cref [opzioni] 
 
Alcune delle opzioni più utili sono -o e -i. 
L'opzione   -o   <  nomefile  >  permette di salvare lo stato della EEPROM 
(simulata) della carta su un file. 
L'opzione -o < nornefile > permette di usare il file specificato per 
inizializzare la EEPROM. 
Ad esempio, scrivendo cref -o eeprom.txt, durante la simulazione, lo stato 
della EEPROM verrà salvato nel file eeprom.txt . 
Supponiamo che durante questa simulazione venga installata un’applet 
sulla carta. Se avvio una seconda simulazione usando cref -i eeprom.txt, 
la simulazione riparte con l'applet già installata sulla carta (non ci sarà 
bisogno di reinstallarla per poterle mandare delle APDU). 
 
 
A.6.2  Il comando scriptgen 
 
Una volta creato il CAP file contenente l'applet da installare, prima di 
installarlo sulla carta (simulata) ed usarlo, deve essere convertito in una 
sequenza di APDU da inviare al simulatore. Per far questo si deve usare il 
comando scriptgen. 
Lo scriptgen genera un file di testo che contiene le APDU necessarie per 
l'installazione di un'applet sulla carta. Il file risultante deve essere 
leggermente modificato e per queste modifiche si rimanda alla pagina xx 
della guida al kit di simulazione [3]. 
 
Vediamo sinteticamente come scrivere il comando: 
 
scriptgen [opzioni] -o ...\AppletProva.scr  
...\AppletProva.cap 
 
Viene generato un file di testo AppletProva.scr nella directory specificata 
avendo preso in ingresso il file AppletProva.cap. 
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A.6.3  Il comando apdutool 
 
Dopo aver completato le modifiche dello script, esso può essere passato 
come parametro al comando apdutool in modo da inviare al simulatore 
cref le APDU contenute nello script. 
Arrivati a questo punto si devono seguire le seguenti procedure per far 
funzionare la simulazione: 
 
1. Far partire cref in una finestra DOS, specificando eventualmente le 
opzioni -o e/o  -i. 
 
2. Far partire il comando seguente in un'altra finestra DOS: 
 
C:\esempio> apdutool -o <output file>  
  . . .\AppletProva.scr 
 
Dopo aver lanciato questo comando si avvia a tutti gli effetti la 
simulazione e vengono inviate alla carta tutte le APDU presenti 
nello script. 
 
3. Alla fine della simulazione si può leggere il file specificato in 
< outputfile > (che è un file di testo) per vedere i risultati della 
simulazione. 
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