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Povzetek
V okviru diplomske naloge smo prikazali navidezno potovanje po izbrani poti
z uporabo spletnih storitev za geolokacijo in naprave za navidezno resnicˇnost,
s pomocˇjo katere se postavimo v tridimenzionalni svet. Celoten proces po-
teka precej hitro, saj bi v nasprotnem primeru pocˇasen prehod med slikami
negativno vplival na uporabniˇsko izkusˇnjo.
Aplikacija je narejena v jeziku C# in zasnovana v ogrodju .NET. Podatke
za prikaz zemljevida in panoramskih slik smo pridobili s pomocˇjo storitev, ki
jih ponuja Google. Njeni glavni funkcionalnosti sta izbira poti na zemljevidu
in hitro predvajanje Google Street View panoramskih slik na tej poti. S
tem smo dosegli taksˇen ucˇinek, kot da bi posneli izbrano pot iz avta. Za
implementacijo navidezne resnicˇnosti je bila uporabljena naprava Oculus Rift
Development Kit 2, da bi pa v celoti izkoristili njegove zmogljivosti, je bil
integriran v WPF aplikacijo.
Kljucˇne besede: Windows presentation form, ASP.NET, Visual Studio,




In the context of the diploma thesis we have visualized a virtual journey on
a selected path with the use of web services for geolocation and a device for
virtual reality with which to immerse in the three-dimensional world. The
whole process is quite quick in order not to negatively influence the user’s
experience.
The application is made in C# language and based on the .NET Frame-
work. The data for maps and panoramic images has been obtained from
services provided by Google. Its main functionalities are path selection on
a map and a very fast playback of Google Street View panoramic pictures.
In this way we achieve such an effect as if we recorded the selected route
from the car. Oculus Rift Development Kit 2 was chosen for implementing
virtual reality and in order to take full advantage of its capabilities it has
been integrated into a WPF aplication.
Keywords: Windows presentation form, WPF, ASP.NET, Visual Studio,





Zelo pogosto se srecˇujemo s situacijo, ko moramo zaradi neke nuje ali zˇelje
iti nekam, kjer sˇe nismo bili, in se moramo posledicˇno posluzˇiti sredstev,
s katerimi ugotovimo, kje to sploh je in kako priti do tja. Vcˇasih so se
ljudje posluzˇevali raznih avtomobilskih kart in zemljevidov lokalnih krajev.
Z digitalizacijo zemljevidov in fotografij lahko dandanes to storimo z nekaj
kliki, najbolj znan ponudnik te storitve so seveda Google Zemljevidi.
Z njihovo pomocˇjo lahko hitro najdemo zˇeljen kraj, poleg tega pa tudi
zahtevamo, da nam izriˇse pot od trenutne lokacije do koncˇne. Kasneje je bila
dodana sˇe storitev Google Street View, ki nam omogocˇa, da se lahko celo vir-
tualno sprehodimo po cestah, in si ogledamo lokacije s pomocˇjo panoramskih
slik.
V zadnjih letih je na podrocˇju tridimenzionalne grafike zelo napredovala
obogatena resnicˇnost s produkti kot so Google Glass in Microsoft HoloLens
ter navidezna resnicˇnost s Project Morpheus, HTC Vive, Oculus Rift, Sam-
sung Gear, Google Cardboard ter drugimi. Vecˇina teh naprav je trenutno sˇe
v razvoju, vendar napovedujejo, da bo do leta 2018 trg teh naprav dosegel
vrednost 4 milijarde dolarjev [2]. Programerji, ki se zanimajo za delo na teh
produktih, zˇe razvijajo aplikacije, ki bi koristile to novo tehnologijo, saj zˇelijo
dosecˇi prednost pred ostalimi, ko bo naprava izsˇla na trg.
Ideja diplomskega dela je, da bi te storitve in tehnologije zdruzˇili v eno
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celoto in omogocˇili interakcijo med vsemi temi razlicˇnimi sistemi.
1.1 Cilj diplomske naloge
Cilj moje diplomske naloge je bil narediti aplikacijo, ki bi zmogla v hitri se-
kvenci predvajati panoramske slike na racˇunalniˇskem zaslonu ter v Oculus
Riftu. Ker smo se zavedali, da bo pri taki stvari velik problem hitrost de-
lovanja aplikacije, smo se po zgledu problemov s hitrostjo aplikacije Google
Zemlja (angl. Google Earth) v primerjavi z Google Zemljevidi (angl. Google
Maps) odlocˇili za razvoj namizne aplikacije za operacijski sistem Windows.
Da bi sploh lahko prikazali neko panoramsko pot, potrebujemo vsaj in-
formacijo o zacˇetni in koncˇni tocˇki. Da bi to bilo za koncˇnega uporabnika
cˇim bolj intuitivno, je potrebno razviti graficˇni vmesnik, kjer bi mu bila
omogocˇena uporaba nekega zemljevida, da bi lahko ti tocˇki izbral. Ta korak
je precej zahteven, saj je potrebno razviti ogrodje za interakcijo z Google
Zemljevidi, usmerjanjem (angl. routing) in Google Google Street View API-
jem, da se pridobijo potrebni podatki. Med drugim to pomeni pridobivanje
slik zemljevida, podatkov o poti med zacˇetno in koncˇno tocˇko ter panoram-
ske slike na tej poti. Potrebno je dosecˇi, da proces deluje dovolj gladko, da
nalaganje podatkov ne vpliva negativno na uporabniˇsko izkusˇnjo.
Nadalje je bilo potrebno razviti storitev, ki bi znala te panoramske slike
predvajati cˇim hitreje, da ne bi bilo preskakovanje med lokacijami predolgo,
saj bi s tem iznicˇili obcˇutek potovanja po tej poti. Za boljˇsi pregled nad potjo
je bil cilj narediti ta izlet interaktiven s kamero, ki bi jo lahko uporabnik
premikal in se oziral po panoramskih slikah med predvajanjem.
V koncˇni fazi je bil cilj, da bi lahko prej omenjeno storitev vizualizirali
sˇe v Oculus Riftu, ne da bi pri tem trpela hitrost predvajanja ali kvaliteta
slike, saj bi bilo zmrzovanje (angl. stuttering) slike motecˇe. Ponovno je bil
namen narediti kamero, ki bi se premikala s sledenjem premikanju Rifta.
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Pregled tehnologij
Nasˇa aplikacija je narejena v jeziku C# in zasnovana v ogrodju .NET.
Graficˇni vmesniki so narejeni v dveh vrstah obrazcev, Windows presenta-
tion Foundation in Windows Forms, s pomocˇjo katerih izbiramo pot, za ka-
tero potem predvajamo panoramske slike, ki se nahajajo na njej. Poleg tega
smo uporabniku omogocˇili sˇe uporabo Oculus Rifta, ki s pomocˇjo C# imple-
mentacije DirectX-a, imenovane SharpDX, uprizori pot tudi v tej napravi.
Vse potrebne podatke za prikaz zemljevidov, izracˇun poti in predvajanje slik
dobimo s pomocˇjo Google storitev.
2.1 Windows Presentation Foundation in
Windows Forms
Windows Presentation Foundation (WPF) je eden izmed pristopov Micro-
softa k razvoju graficˇnih vmesnikov, ki se uporablja v okviru ogrodja .NET.
Ogrodje omogocˇa ustvarjanje aplikacije z graficˇnim uporabniˇskim vmesni-
kom (angl. Graphical user interface – GUI) s sˇiroko paleto elementov, kot
so oznake, vnosna polja in drugi. Brez tega ogrodja bi morali pripraviti te
elemente rocˇno in obravnavati vse scenarije interakcij uporabnika, kot sta
vnos besedila in uporaba miˇske. To je veliko dela, zato vecˇina razvijalcev
uporablja GUI ogrodje, ki naredi vso osnovno delo in omogocˇa razvijalcem,
3
4 POGLAVJE 2. PREGLED TEHNOLOGIJ
da se osredotocˇajo na izdelavo kvalitetnih aplikacij.
Obstaja precej GUI ogrodij, ampak za nas sta bili najbolj zanimiva Win-
Forms in WPF. WPF je novejˇsi, vendar Microsoft sˇe vedno ohranja in pod-
pira WinForms. Obstaja kar nekaj razlik med obema ogrodjema, ampak njun
namen je enak, in sicer omogocˇiti enostavno ustvarjanje aplikacij z dobrim
GUI-jem.
Najpomembnejˇsa razlika med WinForms in WPF je dejstvo, da medtem
ko je WinForms preprosta plast na vrhu standardnih Windows kontrol (npr.
vnosno polje), je WPF zgrajen iz nicˇ in se ne zanasˇa na standardne Windows
kontrole v vecˇini situacij. To se lahko zdi zelo majhna razlika, vendar se to
opazi pri delu z ogrodjem, ki je odvisno od Windows API-ja, zaradi omejene
zmozˇnosti oblikovanja kontrol.
Odlicˇen primer za to je gumb s sliko in besedilom na njej. To ni stan-
dardna kontrola Windows, tako da vam WinForms ne ponuja te mozˇnosti
kar tako. Namesto tega boste morali pripraviti sliko sami, implementirati
svoj gumb, ki podpira slike, ali pa uporabiti kontrolo, ki ste jo dobili nekje
drugje. Z WPF-jem lahko gumb vsebuje karkoli, ker je to v bistvu kontrola
z vsebino in razlicˇnimi stanji. Gumb WPF je ”look less”, kot je tudi vecˇina
drugih WPF kontrol, kar pomeni, da lahko vsebuje tudi vrsto drugih kontrol
znotraj njega. Slaba stran te prilagodljivosti je, da je vcˇasih potrebno precej
vecˇ cˇasa za nekaj, kar je enostavno z WinForms, saj je bil ustvarjen samo za
scenarij, ki ga potrebujesˇ [16].
Prednosti WPF so torej, da je novejˇsi in bolj usklajen s trenutnimi stan-
dardi in Microsoft ga prav tako uporablja pri sˇtevilnih novih aplikacijah (npr.
Visual Studio), saj z njim lahko naredimo GUI za Windows ali pa spletne
aplikacije. Je tudi precej bolj prilagodljiv, zato lahko naredimo vecˇ stvari,
ne da bi bilo treba napisati ali kupiti nove kontrole, cˇe pa zˇe potrebujemo
novo kontrolo, pa je ponudba velika, saj vecˇina razvijalcev uporablja WPF.
S pomocˇjo XAML (Extensible Application Markup Language) lazˇje ustva-
rimo ali spreminjamo svoj GUI, poleg tega se s tem omogocˇi razdelitev dela
med oblikovalcem (XAML) in programerjem (VB.NET, C# . . . ). Za izris
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Slika 2.1: Primerjava WinForms in WPF v Visual Studio oblikovalcu [14].
uporablja strojno pospesˇitev za boljˇse delovanje, kar nam tudi omogocˇa tri-
dimenzionalno izrisovanje s pomocˇjo DirectX-a [13].
WinForms pa se uporablja, ker je starejˇsi in precej bolj preverjen. Po-
sledicˇno zanj obstaja zˇe veliko zunanjih kontrol, ki jih lahko kupiˇs ali dobiˇs
zastonj. Poleg tega je delo z Visual Studio oblikovalcem oken za WinForms
precej lazˇje kot za WPF.
2.2 DirectX in SharpDX
DirectX je nabor API-jev, ki ga je razvil Microsoft. Razvijalcem programske
opreme omogocˇa uporabo potrebnih sredstev za pisanje aplikacij, ki temeljijo
na operacijskem sistemu Windows, in dostopajo do funkcij strojne opreme
racˇunalnika, ne da bi natancˇno vedele, kaksˇna strojna oprema bo namesˇcˇena,
ko bo program enkrat zagnan. Z uporabo vmesnika DirectX lahko progra-
merji izkoristijo zmozˇnosti strojne opreme, ne da bi morali razmiˇsljati o po-
drobnostih implementiranja komunikacije s to strojno opremo.
Najvecˇja korist DirectX-a je najbolj ocˇitna v racˇunalniˇskih igrah. Za
razliko od igralnih konzol, kot so PlayStation ali GameCube, morajo biti
igre zasnovane tako, da dobro delujejo na razlicˇnih sistemih, v nasprotju z
enim sistemom, ki je enak za vse koncˇne uporabnike.
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Razvijalci racˇunalniˇskih iger morajo zagotoviti, da bo njihova igra tekla
na vsakem sistemu in vkljucˇevala podporo za raznoliko strojno opremo, na
primer raznolike graficˇne kartice in zvocˇne kartice, pa tudi igralne naprave,
kot so igralni plosˇcˇki in volani. Poleg tega je potrebno zagotoviti, da bo
igra delala tudi s strojno opremo, ki sˇe ni izsˇla v cˇasu razvoja igre. Vse
te funkcionalnosti nam omogocˇa DirectX, vendar je razvoj aplikacij z njim
omejen samo na operacijski sistem Windows [3].
SharpDX je odprtokodni projekt, ki nam omogocˇa kompletno uporabo
DirectX API-ja v ogrodju .NET, kar nam omogocˇa razvoj aplikacij z dobro
zmogljivostjo, upodabljanje dvodimenzionalne in tridimenzionalne grafike ter
uporabo zvoka. Trenutno je implementirana podpora samo za C#. Zgrajen
je s pomocˇjo orodja SharpGen, ki zmore samodejno zgenerirati .NET API
neposredno iz DirectX-a. Pozitivna stran tega je, da je s tem omogocˇena
tesna preslikava izvirnega API-ja in koriˇscˇenje prednosti ogrodja .NET [9].
2.3 Navidezna resnicˇnost
Navidezna resnicˇnost (angl. virtual reality), ki predstavlja potopitev v
vecˇpredstavnostno ali racˇunalniˇsko simulirano zˇivljenje, je umetno okolje, ki
je ustvarjeno s programsko opremo in predstavljeno uporabniku tako, da ga
zacˇasno sprejme za resnicˇno okolje. Na racˇunalniku se navidezno resnicˇnost
izkusˇa predvsem preko dveh od petih cˇutov: vida in zvoka.
Najenostavnejˇsa oblika navidezne resnicˇnosti je tridimenzionalna slika, ki
jih je mogocˇe raziskati interaktivno na osebnem racˇunalniku, obicˇajno z ma-
nipuliranjem tipke ali miˇsko, kot je to mogocˇe v Google Street Viewu (GSV).
Najnovejˇsa okolja v navidezni resnicˇnosti so prikazana na racˇunalniˇskem za-
slonu ali s posebnimi stereoskopskimi zasloni, kot sta Oculus Rift in Project
Morpheus. Poleg tega nekatere simulacije vkljucˇujejo dodatne cˇutne informa-
cije, in se osredotocˇijo na realen zvok preko slusˇalk ali zvocˇnikov, usmerjenih
proti uporabniku.
Nekateri napredni hapticˇni sistemi sedaj vkljucˇujejo povratno silo, to-
2.4. OCULUS RIFT 7
rej odziv na vnos uporabnikovih akcij preko tipa, kar se uporablja v medi-
cinskih in vojasˇkih aplikacijah ter igrah. Poleg tega navidezna resnicˇnost
zajema oddaljena komunikacijska okolja, ki omogocˇajo virtualno prisotnost
uporabnikov s koncepti ”telepresence”in ”telexistence”ali navidezni artefakt
z uporabo standardnih vhodnih naprav, kot so tipkovnice in miˇske, preko
multimodalnih naprav, kot so rocˇni kontrolerji (Oculus Touch) ali vsesmerne
tekalne steze (Virtuix Omni). Obstajajo tudi sobe, opremljene z nosljivmi
racˇunalniki za vizualizacijo okolja. Simulirano okolje je lahko podobno re-
snicˇnemu svetu, s cˇimer ustvarimo pristno dozˇivetje, npr. pri simulacijah za
pilote ali za bojno usposabljanje, ali pa se bistveno razlikuje od realnosti, kot
na primer v igrah.
Te naprave so velikokrat primerne za integracijo v zˇe obstojecˇe aplikacije,
saj lahko izkoristimo mapiranje vhoda teh naprav v takega, kot ga razume
ta aplikacija, in isto velja za izhodno sliko, ki jo lahko s pomocˇjo primerne
programske opreme [1] vizualiziramo v napravah za navidezno resnicˇnost.
2.4 Oculus Rift
Oculus Rift je prikazovalnik za navidezno resnicˇnost, ki si ga namestiˇs na
glavo, razvilo pa ga je podjetje Oculus VR. Uporablja plosˇcˇe z organsko
svetlecˇimi diodami za vsako oko, vsaka plosˇcˇa ima v Development Kit 2
razlicˇici locˇljivosti 960 x 1080, njihova hitrost osvezˇevanja je 60 Hz in to
storijo globalno namesto skeniranja po vrsticah. Prav tako ima prikaz slike
zakasnitev (angl. latency) samo 3 ms. Z zelo kakovostnimi lecˇami omogocˇa
tudi sˇiroko vidno polje.
Rift ima 6 prostostnih stopenj za vrtenje in pozicijsko sledenje, ki se izvaja
z locˇeno enoto za sledenje, vkljucˇeno v vsak Rift, imenovano Constellation.
Lahko jo uporabimo s samo eno kamero za sledenje ali z vecˇ kamerami, ki
delajo skupaj. Ta sistem omogocˇa uporabo Rifta sede, stoje ali med hojo po
sobi.
Rift se uporabniku ne prikazˇe kot tipicˇen zaslon. Namesto tega so Oculus
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Slika 2.2: Slika uporabnika Oculus Rifta in Toucha [11].
gonilniki in storitev za izvajanje kode (angl. runtime service) uporabljeni za
izhod aplikacij neposredno na Rift mimo operacijskega sistema, s cˇimer se
omogocˇi visoko stopnjo osvezˇevanja in nizko latenco ne glede na nastavitve
uporabnika.
Storitev za izvajanje kode omogocˇa stereoskopsko locˇitev, opticˇno
popacˇenje lecˇ in napredno upodabljanje za kvaliteten prikaz slike [10].
Oculus proizvaja tudi par kontrolorjev, imenovanih Oculus Touch. Ti
brezzˇicˇni rocˇni kontrolorji gibanja se prodajajo v paru, vsak za eno roko.
Kontrolorjem se v celoti sledi v tridimenzionalnem prostoru s pomocˇjo sis-
tema Constellation, tako da uporabnik v navidezni resnicˇnosti vidi, kako se
svet odziva na akcije v resnicˇnem svetu, kar daje uporabniku obcˇutek, da
so njegove roke prisotne v navideznem prostoru. Poleg tega ima tudi sistem
za zaznavanje prstnih kretenj, ki so narejene med drzˇanjem naprave. To
omogocˇa uporabniku izvajanje akcij, kot je kazanje na predmete ali druge
uporabnike v navidezni resnicˇnosti [7].
Aplikacije za Rift se razvijajo s pomocˇjo Oculus SDK-ja, brezplacˇnega
lastniˇskega SDK-ja, ki je na voljo za operacijski sistem Microsoft Windows.
Je tudi neposredno integriran s popularnimi igralnimi pogoni Unity 5, Unreal
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Engine 4 in Cryengine. Zanj obstaja tudi veliko odprtokodnih integracij za
razlicˇna ogrodja in jezike, npr. SharpOVR [4] in OculusWrap [8].
2.5 Google Zemljevidi in Google Street View
Google Zemljevidi je namizna, spletna in mobilna storitev za spletno kar-
tiranje, ki jo je razvil Google. Ponuja satelitske posnetke, zemljevide ulic,
360◦ panoramski GSV, prometne razmere v realnem cˇasu, Google promet
(angl. Google Traffic) in nacˇrtovanje potovanja z avtom, pesˇ, s kolesom ali z
javnim prevozom. GZ ponuja API, ki omogocˇa vgrajevanja zemljevidov na
spletnih straneh tretjih oseb, ter hkrati ponuja sˇe lokator urbanih podjetij in
drugih organizacij v sˇtevilnih drzˇavah po vsem svetu. Satelitske slike se ne
posodabljajo v resnicˇnem cˇasu, vendar Google vseeno dodaja podatke svoji
primarni bazi podatkov redno. GZ uporablja eno izmed razlicˇic Mercator
projekcije za prikaz zemljevida, zato ni mogocˇe natancˇno prikazati obmocˇja
okrog polov.
GSV je tehnologija, ki je na voljo v aplikaciji Google Zemlja, ki je pro-
gram z virtualnim globusom, zemljevidom in geografskimi podatki ter GZ,
ki ponuja panoramski pogled iz polozˇajev vzdolzˇ sˇtevilnih ulic in razglednih
tocˇk ter celo podvodnih lokacij na svetu. V storitvi so prikazane panorame
skupaj sesˇitih slik. Novejˇsa razlicˇica uporablja predvsem JavaScript in ima
na voljo JavaScript API.
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Slika 2.3: Slika GZ in GSV za iPhone [15].
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2.6 Razvojno okolje
Zaradi mojih izkusˇenj z razvojem v tem jeziku smo izbrali C# v ogrodju
.NET, za pisanje programa in oblikovanje pa je bil uporabljen Visual Studio
2013. V samem projektu sta dva WPF obrazca, prvi za prikaz zemljevida in
interakcijo z njim, drugi za prikaz sekvence GSV slik in WinForms obrazec
za vizualizacijo izhoda na Oculus Riftu. Za oblikovanje WPF obrazcev je bil
uporabljen jezik XAML.
Za prikaz navidezne resnicˇnosti smo uporabili Oculus Rift, za generiranje
tridimenzionalnega sveta pa SharpDX [9], ki je odprtokodna C# implemen-
tacija DirectX API-ja, ki nudi tudi mozˇnosti za komunikacijo z GPE. Da bi
se dosegla pospesˇitev s pomocˇjo strojne opreme, je sam izris sprogramiran v
jeziku HLSL (High Level Shading Language). Za posredovanje teh podatkov
Oculus Riftu in prejemanje vhoda, kot je obracˇanje glave in pravilnost izrisa,
smo izkoristili odprtokodno ovojnico za delo v C# okolju OculusWrap [8], ki
nudi potrebne knjizˇnice za delo s strojno opremo.
Za pridobivanje podatkov in uporabo storitev so bili izbrani Googlovi
API-ji za nacˇrtovanje zemljevidov, saj so zelo dobro dokumentirani in zane-
sljivi, slike pa smo pridobivali z njihovih strezˇnikov za staticˇne slike, tako v
primeru zemljevida kot tudi panoramskih slik.
2.7 Podobne aplikacije in pristopi
Na spletu je zˇe na voljo nekaj spletnih in namiznih aplikacij, ki omogocˇajo
hitro predvajanje slik v sekvenci glede na izbrano pot, ali prikaz Street View
slike v Oculus Riftu. V nadaljevanju bom nekaj teh programov tudi izposta-
vil.
Na spletni strani http://gpxhyperlapse.com/ si lahko pot zgenerirasˇ s
GPS datoteko, ki je standardariziran nacˇin za shranjevanje prepotovane poti.
Uporabniku sicer ne omogocˇa nastavljanja kakrsˇnih koli drugih nastavitev.
Ena najbolj kakovostnih aplikacij za sekvecˇno predvajanje Street View slik
je na voljo na git odlozˇiˇscˇu https://github.com/TeehanLax/Hyperlapse.
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Slika 2.4: Slika izgleda spletne aplikacije Hyperlapse od TeehanLax.
js. Omogocˇa precej nastavitev pri predvajanju, predvsem za spreminjanje
opcij kamere, za hitrost predvajanja in razdaljo med tocˇkami ter velikost
zaslona. Deluje precej hitro, vendar na racˇun kakovosti slicˇic, katerih velikosti
ni mogocˇe spremeniti.
V spletni aplikaciji na strani http://oculusstreetview.eu.pn/ se lahko
s pomocˇjo majhnega Google Zemljevidi vmesnika prestaviˇs kamorkoli v
blizˇino Street View slicˇice. Za iskanje lokacije lahko uporabiˇs pasovno sˇirino
in dolzˇino ali naslov kraja. Cˇe je vnos uspesˇen, si lahko rezultat ogledasˇ skozi
Oculus Rift.
S programom StreetView VR http://www.streetviewvr.net/, ki je na-
rejen v Unity, si lahko ogledasˇ Street View slike in graficˇni vmesnik skozi
Oculus Rift. Omogocˇeno je tudi pocˇasno potovanje po izbrani poti.
Poglavje 3
Graficˇni vmesnik za prikaz
zemljevida
Cilj diplomskega dela je bila izdelava graficˇnega vmesnika, s katerim bomo
lahko interaktirali z zemljevidom in nato predvajali sekvenco slik za izbrano
pot, tako na namizju kot v Oculus Riftu.
V skladu s temi smernicami smo najprej razvili graficˇni vmesnik, s ka-
terim se pridobijo potrebni vhodni podatki, kot so zacˇetna in koncˇna tocˇka
poti, struktura same poti, izbor zˇeljenega prikaza panoramskih slik in ostali
opcijski parametri. Poleg tega so v tem oknu omogocˇene akcije za zacˇetek
predvajanja sekvence slik na izbrani poti v Oculus Riftu ali na namizju.
Za pomocˇ pri razvoju tega koraka smo uporabili odprtokodno implemen-
tacijo GZ v jeziku C# [12]. Ta aplikacija nudi uporabo zemljevidov mnogih
ponudnikov, kot so GZ, OpenMaps in OpenStreetMap, prikaz prometa na
cesti v zˇivo, shranjevanje podatkov z zemljevida na disk, ki v uporabljeni
razlicˇici ne deluje, in iskanje poti med tocˇkama.
3.1 GMap.NET
Ker je projekt GMap.NET zelo kompleksen (obsega priblizˇno 500 datotek
z izvorno kodo), je bilo potrebno precˇistiti projekt, zato smo odstranili vse
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dele, ki so bili za cilje diplomske naloge irelevantni, ali pa smo ugotovili, da
preprosto ne delujejo ali sˇe niso implementirani.
V GMap.NET je veliko kode pripravljene za sˇtevilne ponudnike zemljevi-
dov, zato smo ohranili samo tisto, ki je bila v zvezi z GZ. V povezavi s tem
je bilo odstranjenih sˇe vecˇino vrst projekcij slik zemljevida na sam zemljevid,
saj GZ uporablja samo Mercatorjevo projekcijo. Pri testiranju aplikacije je
bilo poleg tega sˇe ugotovljeno, da trenutno shranjevanje podatkov na disk za
kasnejˇso uporabo ne deluje, tako da smo odstranili vse relevantne podporne
razrede in klice funkcij na njih.
3.2 Zemljevid
Zemljevid se nalaga po kosih v obliki plosˇcˇic (angl. tiles), v katere se s
pomocˇjo Googlove storitve, ki vracˇa staticˇne slike pri dolocˇeni povecˇavi in
poziciji, nalozˇijo slike. Tukaj je potrebno poudariti, da so vse koordinate v
Google storitvah zemljepisna sˇirina in dolzˇina.
Te slike poskusˇa program najprej poiskati v pomnilniku in cˇe mu to
uspe, njihovo bajtno kodo nalozˇi neposredno v nov objekt, v nasprotnem
primeru pa se naredi HTTP (angl. HyperText Transfer Protocol) zahtevek,
npr. http://mt0.google.com/vt/lyrs=m@318000000&hl=en&x=0&y=2&z=
2, kjer je vt format url zahtevka, lyrs razlicˇica, hl jezik, x in y koordinati
ter z povecˇava. Iz odgovora se nato prebera slika, ki se nato nalozˇi v pri-
merno plosˇcˇico na zemljevidu. Vso nalaganje plosˇcˇic se dogaja asinhrono, kar
pomeni, da ne poteka v glavni niti programa, da ne ovira uporabe vmesnika.
Interakcijo s samim zemljevidom lahko opravimo s pomocˇjo miˇske ali tip-
kovnice. Premikamo se lahko z drzˇanjem desnega miˇskinega gumba in premi-
kanjem miˇske ali pa s smernimi tipkami na tipkovnici. Z vrtenjem miˇskinega
kolesa, uporabo + in - tipke ali drsnika, ki je na voljo desno od zemljevida,
lahko prilagajamo povecˇavo. Na zemljevid lahko poleg tega z levim klikom
postavimo marker, katerega vlogo bom razlozˇil v poglavju Ukazni meni 3.3.
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Slika 3.1: Izgled zemljevida v privzetem nacˇinu.
3.3 Ukazni meni
Na desni strani se nahaja meni, v katerem so na voljo WPF kontrole, s
katerimi interaktiramo z zemljevidom ali zazˇenemo predvajanje panoramskih
slik.
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Slika 3.2: Izgled ukaznega menija v programu.
3.3.1 Komunikacija z GZ strezˇniki
Pri posˇiljanju HTTP zahtevkov na Google API-je se pri POST zahtevkih
nekateri parametri pogosto ponavljajo, to so: language, kar pomeni izbran
jezik, sensor, ki Googlu sporocˇi uporabo senzorja za iskanje uporabnika; in
key, kjer je vpisan tvoj API kljucˇ. Priskrbiˇs si ga na Google Console [6], s
pomocˇjo katerega je postavljena dnevna kvota zahtevkov. Nekateri HTTP
zahtevki ne potrebujejo API kljucˇa, cˇe pa ga zahtevajo, ga morasˇ podati, da
prejmesˇ pozitiven odgovor.
Ob posˇiljanju HTTP zahtevka preko posrednika (angl. proxy) dobimo
odgovor v XML (angl. Extensible Markup Language) dokumentu, ki ima
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v sebi tudi statusno kodo, ki opiˇse, ali je bil zahtevek uspesˇen oz. zakaj je
bil neuspesˇen. Pozitivna statusna koda je samo 200 oz. OK. Cˇe ne dobimo
odgovora, ker se je iztekla cˇasovna kontrola (angl. timeout), ali pa je sta-
tusna koda negativna zaradi problemov s strezˇnikom ali samim zahtevkom,
preklicˇemo proces in javimo napako.
Vrnjen XML dokument razcˇlenimo (angl. parse) s pomocˇjo orodij, ki
nam jih ponuja ogrodje .NET. Strukturo teh dokumentov smo nasˇli v do-
kumentaciji GZ API-ja in na podlagi tega razvili kodo, ki izlusˇcˇi potrebne
podatke.
Zˇeljene informacije pridobim tako, da po prejemu odgovora najprej pre-
verim, da odgovor ni prazen in da se v tem primeru zacˇne z znacˇko <?xml.
Potem poiˇscˇem statusno kodo, ki mora biti pozitivna, v nasprotnem primeru
prekinem razcˇlenjevanje. Od tukaj dalje se zbiranje podatkov razlikuje glede
na vrsto zahtevka. Ko s tem zakljucˇim, iz funkcije vedno vrnem nek nov
objekt in statusno kodo.
3.3.2 Lokacijske storitve
Na vrhu menija sta dve mozˇnosti za iskanje zˇeljene lokacije; prva z vno-
som koordinat, druga pa kar z vnosom besedila. Cˇe se odlocˇimo za prvo
mozˇnost, se s pogledom zemljevida preprosto prestavimo na zˇeljeno tocˇko.
Pri drugi mozˇnosti pa se posˇlje HTTP zahtevek na Google API strezˇnik za ge-
okodiranje, npr. https://maps.googleapis.com/maps/api/geocode/xml?
address=Celje&language=en&sensor=false&key=test123test, kjer je ad-
dress zˇeljen naslov. Cˇe se uspesˇno vrne pozitiven XML odgovor, iz njega
razberemo koordinate in se s pogledom zemljevida prestavimo na pravkar
dobljeno tocˇko.
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3.3.3 Spreminjanje vrste zemljevida in shranjevanje
prikaza
Kljub temu da uporabljamo samo GZ, njegov API vseeno omogocˇa nekaj
razlicˇnih vrst zemljevidov. V aplikaciji je na voljo vecˇ mozˇnosti prikaza
zemljevida: privzeti, ki ima osnovni topografski prikaz in izpis lokacij; sate-
litski, ki prikazuje samo slike, posnete s sateliti; hibridni, ki je kombinacija
privzetega in satelitskega nacˇina; in reliefni nacˇin, ki prikazuje relief. Te
mozˇnosti se izbirajo s pomocˇjo spustnega menija, ki je na voljo v razdelku
(angl. Group box) Google Zemljevidi, in ob izbiri sprozˇi posodobitev ze-
mljevida. Pod tem menijem se nahaja gumb Save as image, s katerim lahko
shranimo vse, kar je trenutno prikazano v oknu za zemljevid, se pravi sam
zemljevid in kakrsˇnekoli markerje ter izrisane poti.
3.3.4 Markerji
V aplikaciji markerji sluzˇijo kot oznacˇevalci lokacij. Cˇe drzˇimo
miˇsko nad njimi, se nam izpiˇse poln naslov. Marker se naredi
s pomocˇjo HTTP zahtevka na Google API strezˇnik za geokodiranje,
npr. https://maps.googleapis.com/maps/api/geocode/xml?latlng=1.
234,4.321&language=en&sensor=false&key=test123test, kjer je latlng
lokacija, kamor smo postavili marker. Cˇe dobimo pozitiven XML odgovor, iz
njega razberemo naslov in ustvarimo marker z dobljenim izpisom.
Obstajata dva nacˇina, kako zgenerirati marker. Prva mozˇnost je, da z
levim klikom na zemljevid dolocˇimo zˇeljeno lokacijo, potem pa v ukaznem
meniju pritisnemo gumb Add marker. Druga mozˇnost je, da zgeneriramo
pot, kot je to opisano v poglavju Generiranje poti 3.3.5. V tem primeru se
nam markerja pojavita na zacˇetku in koncu poti.
S klikom na gumb Clear all pobriˇsemo vse markerje in izrisane poti.
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3.3.5 Generiranje poti
Pri generiranju poti so omogocˇeni naslednji opcijski parametri: izogibanje
avtocestam (Avoid highways), izogibanje cestninam (Avoid tools) in prikaz
poti za pesˇca (Walking mode). Te opcije spreminjamo s klikom na primerno
potrditveno polje.
Za generiranje poti je najprej potrebno definirati zacˇetno in koncˇno tocˇko.
To storimo z levim klikom na zemljevid in klikom na gumb Set start, nato
na podoben nacˇin nastavimo sˇe drugo tocˇko, le da potem kliknemo na Set
end. S tem definiramo zacˇetek in konec poti, zato lahko sedaj kliknemo na
gumb Add route.
Iz teh dveh koordinat in opcijskih parametrov se nato sestavi HTTP
zahtevek, ki se posˇlje na Google API strezˇnik za generiranje smeri
(angl. directions), npr. https://maps.googleapis.com/maps/api/
directions/xml?origin=1.23,4.32&destination=5.67,8.76&sensor=
false&language=en&avoid=highways&avoid=tolls&units=metric&mode=
driving&key=1nekaj, kjer sta origin in destination zacˇetna in koncˇna koor-
dinata, opcijski parametri so pa sˇe avoid, ki zahteva izogibanje avtocestam
ali cestninam, units je merska enota in mode je izbira nacˇina prevoza.
Kot odgovor ponovno dobimo XML dokument, v katerem imamo nasˇtete
vse tocˇke na poti in nekaj podatkov o sami poti, kot je npr. njena dolzˇina
in predviden cˇas, ki ga bi porabili z izbranim nacˇinom prevoza. Te tocˇke se
shranijo v listo koordinat, s pomocˇjo katere se pripravi poligonska cˇrta, ki
je nato izrisana na zemljevid in poteka od zacˇetne do koncˇne tocˇke. Ti dve
tocˇki se na zemljevidu prikazˇeta kot dva markerja. Levo zgoraj so izpisani
podatki o tej poti, kjer imamo naveden naslov teh dveh tocˇk in razdaljo med
njima ter cˇas, ki ga bomo za pot predvideno porabili. Pogled zemljevida se
hkrati prestavi na to izrisano pot.
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Slika 3.3: Izgled zemljevida v hibridnem nacˇinu. V aplikacijo smo vnesli
zacˇetno in koncˇno tocˇko ter zgenerirali pot med njima. Levo zgoraj vidimo
podatke o izbrani poti, levo spodaj pa drzˇim miˇskin kazalec nad zacˇetno
tocˇko.
Poglavje 4
Graficˇni vmesnik za prikaz
panoramskih slik
Preden smo lahko prikazali panoramske slike, je bilo potrebno narediti nove
obrazce, ki bodo prikazovali izhod, in pridobiti sˇe veliko podatkov, s katerimi
bomo prikazali pot.
4.1 Pridobivanje informacij o panoramskih
slikah na izbrani poti
Da bi lahko nalozˇili panoramske slike, je potrebno najprej vedeti, kje se
jih naj sploh iˇscˇe. Pri tem smo uporabili generacijo poti, kot je opisana v
poglavju 3.3.5, saj se ob pritisku na gumb Oculus View, Street View (quick)
ali Street View (quality) najprej pridobi lista koordinat, s pomocˇjo katere
izriˇsemo pot na zemljevidu s poligonsko cˇrto. Na podlagi teh podatkov potem
zgeneriramo listo interpoliranih koordinat, ki so locˇene s stalno razdaljo, da
dosezˇemo enakomerno razdaljo med prehodi slik. Poleg tega smo z drsnikom
Jump length omogocˇili reguliranje razdalje med temi novimi tocˇkami. Cˇe
povecˇamo razdaljo med skoki, v krajˇsem cˇasu prepotujemo vecˇjo razdaljo,
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SLIK
Data: seznam koordinat poti, ki jih dobimo od Googla
Result: izracˇunane koordinate tocˇk, pri katerih bomo iskali
panoramske slike
inicializiramo nov seznam za koordinate;
for za vse koordinate do
izracˇunamo razdaljo med prejˇsnjo in trenutno koordinato;
izracˇunamo potrebno sˇtevilo interpoliranih koordinat;
prejˇsnjo tocˇko dodamo v nov seznam koordinat;
if sˇtevilo interpoliranih koordinat = 0 then
continue;
end
for sˇtevilo interpoliranih koordinat do
izracˇunamo naslednjo koordinato na premici prejˇsno in
trenutno;
izracˇunano koordinato dodamo v nov seznam koordinat;
end
end
Algorithm 1: Izracˇun koordinat, na katerih bomo poskusˇali najti pano-
ramske slike.
Koordinate s te liste se zacˇnejo posˇiljati na Googlov strezˇnik za pano-
ramske slike s pomocˇjo HTTP zahtevka, npr. http://maps.google.com/
cbk?output=xml&ll={1},{2}&language={3}&sensor=false, kjer je ll ko-
ordinata. Kot odgovor dobim XML dokument, v katerem zˇelimo najti atribut
pano id. Ta atribut je pomemben, ker je unikatna identifikacija vsake pano-
ramske slike. Cˇe je prisoten v prejetem dokumentu, s tem vemo, da se blizu
poslane koordinate nahaja panoramska slika. S pomocˇjo nasˇega algoritma
zato preverimo, ali smo dobili pano id in ali je enak prejˇsnjemu. Cˇe ne ob-
staja ali pa je enak, je ta koordinata odstranjena. V nasprotnem primeru
se pano id shrani v namensko listo. Ta operacija traja precej dolgo, saj je
potrebno cˇakati na vsak odgovor z Google strezˇnika posebej. Na primer, na
1km dolgi poti z najkrajˇso razdaljo med tocˇkami smo naredili 127 poizvedb,
kjer je bilo najdenih 113 panoramskih slik.
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Slika 4.1: Nov WPF obrazec, v katerem se bodo potem predvajale panoram-
ske slike. V naslovnici vidimo Number of jumps, kar pomenfi sˇtevilo skokov,
z index of jump imamo oznacˇeno, katerimi skok trenutno nalagamo, picture
nam pa pove, katero sliko po x in y poziciji nalagamo. Poleg tega lahko
pritisnemo H za prikaz pomocˇi.
Po prejˇsnji operaciji se kreira nov WPF objekt, ki sluzˇi kot obrazec, s
pomocˇjo katerega bomo prikazovali panoramske slike. Glede na to, kateri
gumb smo pritisnili (Oculus View, Street View (quick) ali Street View (qua-
lity)), se dolocˇi povecˇava (zoom) slik in ali je zahtevan prikaz skozi Oculus
Rift.
4.2 Kreiranje novega WPF obrazca
Za prikaz slik smo pripravili nov WPF obrazec, ki je poimenovan StreetView.
Ob kreiranju se inicializira shranjevalnik slicˇic v pomnilnik (angl. buffer), ki
je seznam objektov tipa Stream. Ta shranjevalnik bo kasneje zelo pomemben,
saj se vanj shrani nalozˇena slika, pripravljena za izris na zaslon.
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Med izvajanjem programa je razvit proces za javljanje akcij glavni niti,
da lahko uporabnik sledi napredku. Z njim nalagamo tudi slike in asinhrono
poganjamo funkcije za obdelavo podatkov, da cˇim manj oviramo glavno nit,
s cˇimer dosezˇemo precej boljˇse delovanje, ker ni toliko cˇakanja pri cˇasovno
zahtevnih akcijah.
4.3 Nalaganje panoramskih slik
Kot je razvidno iz diagrama 4.2, se ob koncu inicializacije obrazca iterira
preko vseh pano id jev, ki smo jih prej shranili v listo. V vsaki iteraciji si
shranjujemo kose slik na pomnilnik, ki jih s poizvedbami dobimo s strezˇnika.
Da bi obcˇutno pospesˇili nalaganje zˇe nekocˇ nalozˇenih slik, smo implementirali
shranjevanje slik na disk. Cˇe je slika zˇe na voljo na disku, se takoj nalozˇi in
program nadaljuje z naslednjo iteracijo zanke.
Cˇe slika ni bila najdena na disku, zacˇne program z nalaganjem kosov
slik s spleta.Za vsak kos se posˇlje poizvedba na Googlov strezˇnik za pano-
ramske slike, npr. http://maps.google.com/cbk?output=tile&panoid=
uyu6kayK95wR4srpxImGmA&zoom=3&x=1&y=1, kjer je output zˇeljena oblika
slike, panoid je id panoramske slike, zoom je povecˇava, x in y pa predsta-
vljata, kateri kos panoramske slike se naj vrne. Vsi kosi panoramske slike so
veliki 512 x 512 pikslov. Z vecˇjo povecˇavo naraste tudi sˇtevilo slicˇic, ki jih
moramo nalozˇiti, da iz njih sestavimo celotno sliko, s cˇimer naraste cˇasovna
zahtevnost in velikost slike v pomnilniku. Na primer pri zoom = 2 je 8 kosov,
pri zoom = 5 je kosov 130. Pri tem je potrebno vedeti, da so mozˇne povecˇave
od 1 do 5.
Po izvedbi vsakega koraka se posodobi prikaz napredka, da se uporabnik
zaveda, v kaksˇnem stanju je program. Izpiˇse se sˇtevilka kosa slike, ki se
nalaga, in koliko skokov je potrebno sˇe nalozˇiti.
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Slika 4.2: Diagram nalaganja in priprave slik pred izrisovanjem.
26
POGLAVJE 4. GRAFICˇNI VMESNIK ZA PRIKAZ PANORAMSKIH
SLIK
Slika 4.3: Koncˇni izgled panoramske slike, kot je shranjena na disku.
4.3.1 Zdruzˇevanje slik v panoramsko
Ob koncu izvajanja zanke je potrebno te kose zlepiti skupaj, tako da bi
ti predstavljali panoramsko sliko. Da bi se to doseglo, se uporabi objekt
Canvas, ki predstavlja platno, v katerega se po vodoravni osi zlozˇijo slicˇice,
ki imajo enako x koordinato kot je sˇtevilka trenutne iteracije. To se ponavlja,
dokler se ne razdelijo vsi kosi panoramske slike. Kam spada katera slicˇica,
je dolocˇeno z x in y koordinato slicˇice. Ta se potem izriˇse (angl. render),
s cˇimer dobimo zdruzˇeno panoramsko sliko, ki jo sedaj shranimo na disk v
mapo, lokacija in ime katere sta odvisna od pano id slike in povecˇave. Sliko
na koncu dodamo v shranjevalnik slicˇic.
4.3.2 Pohitritve in optimizacije pri panoramskih slikah
Hitro predvajanje panoramskih slik, eden izmed glavnih ciljev diplomske na-
loge, je bilo precej tezˇko dosecˇi. Pri nalaganju panoramskih slik smo se
tega lotili tako, da bi se cˇim vecˇ stvari pripravilo v fazi predprocesiranja, to
je med nalaganjem slik z interneta. S tem smo zˇeleli kasneje razbremeniti
glavno zanko programa, ki predvaja panoramske slike v sekvenci. Tukaj je
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Slika 4.4: Kos panoramske slike, kot jo dobimo s strezˇnika. Spodaj se opazi
cˇrn rob, ki je nepotreben [5].
bilo potrebno resˇiti vecˇ problemov: kako pripraviti slike, da ne bi bilo med
prikazovanjem slik porabljenega prevecˇ cˇasa za branje in da ne bi porabili
prevecˇ pomnilnika.
Sprva smo slike nalagali z interneta in jih shranjevali po kosih v mape z
imenom pano id. Skupaj so se zdruzˇevale med zanko, namenjeno prikazova-
nju slik, s cˇimer je bilo predvajanje slik precej pocˇasno, saj se je porabljalo
precej procesorskega cˇasa. Zato smo tudi to akcijo preselili v fazo predpro-
cesiranja, kjer smo jih zdruzˇevali na isti nacˇin.
Opazili smo, da imajo najbolj spodnji kosi slik cˇrni rob, ki se je v viˇsini
razlikoval glede na povecˇavo, npr. pri zoom = 3 je visok 384 pikslov. Poleg
tega so se pri dolocˇenih povecˇavah panoramske slike vracˇale tako, da je bilo
zajetih vecˇ kot 360◦, se pravi, da se je del slike ponovil, kar se je zgodilo
zaradi tega, ker so vsi kosi veliki 512 x 512 pikslov. Cˇe je do tega priˇslo, so se
najbolj desni kosi obrezali. S tema akcijama smo prihranili prostor na disku
in odtisu na pomnilniku, posledicˇno smo pridobili na hitrosti nalaganja.
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Najhitrejˇse nalaganje slik smo dosegli tako, da smo jih shranjevali kot
ImageSource objekt, ki si jih zapiˇse kot bitno sliko. Ampak tukaj se je
pojavil zelo velik problem s porabo pomnilnika, saj je velikost slike s tem vecˇ
kot 20x vecˇja kot na disku, kjer je v JPG formatu, kar pomeni da je 32-bitni
razlicˇici aplikacije zelo hitro zmanjkalo pomnilnika (meja je okoli 2 GB RAM-
a). Hkrati je bilo ugotovljeno, da se je potrebno omejiti tudi glede mozˇne
povecˇave na vrednosti zoom = 2 in zoom = 3, vecˇja sˇtevilka pomeni sliko
viˇsje locˇljivosti. Ker sˇtevilo kosov s povecˇavo eksponentno narasˇcˇa, viˇsjih
kvalitet slike ni mozˇno dovolj hitro nalagati, poleg tega pa se porabi zelo
veliko prostora.
Ugotovili smo, da nam precej majhno porabo sistemskih zmogljivosti
omogocˇa shranjevanje slik v pomnilnik kot listo objektov tipa Stream. Ti
objekti nosijo bitno kodo, ki jo je potrebno nekje prebrati, in imajo defini-
rani kazalec na zacˇetku podatkov, zato je med branjem sˇe vedno potrebno
dekodirati bite v koristne informacije. Pri tem pristopu je potrebno, da se
slika s pomocˇjo jpg koderja shrani na disk, nakar se prebere kot Stream, kjer
ostane zakodirana v jpg formatu. Cˇe program med zanko, v kateri nalaga
slike s strezˇnika, ugotovi, da je slika zˇe shranjena na disku, se ta kar takoj
nalozˇi v pomnilnik. Preden lahko izriˇsemo sliko na zaslonu, jo je potrebno
spremeniti v bitno sliko z uporabo jpg dekoderja. Ta postopek je dovolj hiter,
da to izvede v zanki za prikazovanje slik.
Pri nalaganju slik s strezˇnika ni potrebno cˇakati na zdruzˇitev kosov slike
v panoramsko sliko in njeno shranjevanje na disk ali branje zˇe obstojecˇe slike
z njega, ker se vsak proces izvaja na svoji niti. S tem smo dosegli obcˇutno
pospesˇitev predprocesiranja, saj se cˇasovno potratni internetni zahtevki iz-
vajajo posebej.
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Slika 4.5: Izgled predvajalnika med predvajanjem slik pri zoom = 2, pri kateri
je locˇljivost 1000 x 600 pikslov. V prikazanem primeru je bilo pripravljenih
723 panoramskih slik. Spodaj vidimo prikaz iz Windows Task Manager ja,
kjer je razvidno, da je cela aplikacija porabila malo vecˇ kot 100MB pomnil-
nika in precej malo procesorja. V naslovnici vidimo sˇe parametre, ki imajo
vrednosti true ali false, in to so pause (premor), loop (ponavljanje) in playing
forward (se predvaja naprej).
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Poglavje 5
Prikaz slik v WPF obrazcu
Ob zakljucˇku nalaganja slik in njihovega shranjevanja se ti podatki prenesejo
v naslednji del programa, ki skrbi za pretvorbo slik v bitni format in njihovo
sekvencˇno predvajanje. Glede na to, ali si prej izbral, ali zˇeliˇs imeti izhod
v WPF obrazcu ali v Oculus Riftu, gre program v eno izmed dveh vej. V
primeru, ki ga bomo najprej opisali, smo izbrali prikaz v obrazcu.
Poleg tega se velikost obrazca prilagodi glede na povecˇavo, pri zoom =
3 se povecˇa cˇez cel zaslon, saj so panoramske slike pri tej povecˇavi dovolj
kvalitetne za to, pri zoom = 2 pa se njegova velikost omeji, da je nizˇja
locˇljivost slik manj motecˇa.
5.1 Upravljanje predvajanja panoramskih
slik
Da bi imel uporabnik mocˇ vplivati na svoje navidezno potovanje po svetu,
smo v nasˇem predvajalniku panoramskih slik omogocˇili dolocˇene ukaze, ki jih
sprozˇimo s pritiskom na ustrezno tipko. Med bolj prirocˇnima sta ponavljanje
(angl. repeat) na tipki R, ki povzrocˇi predvajanje slik od zacˇetka, in premor
(angl. pause) na tipki presledek (angl. space), ki zaustavi predvajanje na
trenutni sliki, sˇe vedno pa lahko obracˇamo kamero. Poleg tega lahko s smer-
nima tipkama gor in dol zahtevamo premik slik na naslednjo ali prejˇsnjo, kar
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Slika 5.1: Prikaz pomocˇi, ki jo zahtevamo s tipko H. Izgled okna za pomocˇ
je v ostalih delih aplikacije podoben.
povzrocˇi pavziranje predvajanja, da se omogocˇi prehajanje med slikami, s
presledkom pa nato nadaljujemo s predvajanjem. Cˇe pa bi uporabnik zˇelel,
da se panoramske slike predvajajo v neskoncˇnost, lahko s tipko L aktiviramo
zanko, pri kateri se vsakicˇ zamenja smer predvajanja, ko pridemo do zadnje
slike. S tipkama + in - se lahko spreminja hitrost predvajanja.
Trenutno stanje teh ukazov se prikazuje kar v naslovnici obrazca, da lahko
uporabnik vidi, ali je npr. aktivirana zanka pri predvajanju.
5.2 Priprava tridimnezionalnega okolja za
obrazec
Da bi omogocˇil interakcijo s panoramskimi slikami med njihovim predvaja-
njem v obrazcu, jih je bilo potrebno postaviti v neko tridimenzionalno oko-
lje in tam ustvariti interaktivno kamero. Prej nasˇtete stvari smo dosegli s
pomocˇjo .NET Media3D knjizˇnice. Pripravili smo nov razred, ki smo ga poi-
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menovali PanoramaViewer, katerega instanca se ustvari pri kreiranju obrazca
StreetView. Med pomembnejˇsimi vhodnimi podatki so trenutna slika in tri
spremenljivke za rotacijo, vsaka za svojo os.
Najprej smo se lotili priprave tridimenzionalne poligonske krogle. Njeno
obliko smo ustvarili s pomocˇjo matematicˇnih funkcij, s katerimi se zgene-
rirajo tocˇke, ki sestavljajo ta objekt, in normale na te tocˇke. Poleg tega
se izracˇunajo sˇe teksturne koordinate, ki so potrebne za pravilno lepljenje
teksture, v tem primeru panoramske slike, na notranjo stran krogle. Za pra-
vilen izris ploskev geometrije je bilo potrebno podati indekse trikotnikov, ki
sestavljajo kroglo, kar smo storili s pomocˇjo prej izracˇunanih tocˇk.
Vsaka nova vhodna panoramska slika se pretvori v oddajni (angl. emis-
sive) material in se poda krogli kot tekstura.
Za obracˇanje po panoramski sliki med predvajanjem sekvence smo naredili
perspektivno kamero, ki se postavi v koordinatno izhodiˇscˇe, ki je hkrati tudi
srediˇscˇe krogle. S kamero se manipulira s stiskom na lev miˇskin gumb in
premikanjem miˇske. Ta premik kamere uporabnik vidi kot obracˇanje pogleda
po izrisanem prostoru.
5.3 Nalaganje slike v obrazec
Glavno zanko za izris smo implementirali z rekurzivno funkcijo, ki v zapo-
redju prebira slike in jih nato izriˇse.
Iz seznama slik pri trenutnem indeksu se vzame sliko in se jo s pomocˇjo
JPG dekoderja pretvori v bitno sliko. Ta se nato posˇlje PanoramaViewer
objektu, ki s prej razlozˇenim postopkom sprozˇi nalaganje slike na tridimen-
zionalno kroglo. Potem ko se ustvari material, se zanka nadaljuje, vendar
vseeno traja sˇe nekaj cˇasa, preden se izriˇse. Zato se v zanki zmeraj pocˇaka x
milisekund, kjer je x dolocˇen glede na povecˇavo in uporabnikov vnos hitrosti
predvajanja. Med to pavzo se uspesˇno izriˇse panoramska slika in s tem se
zacˇne nova iteracija.
V primeru, da ukaz za ponavljanje predvajanja slik ni vklopljen, se pred-
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vajanje sekvence zakljucˇi ob koncu zanke. V tem primeru predvajalnik stoji
na zadnji prikazani sliki in cˇaka na nov ukaz, npr. da se naj ponovi predva-
janje.
Poglavje 6
Prikaz slik v Oculus Riftu
Prikaz panoramskih slik smo za uporabnika omogocˇili tudi v Oculus Riftu,
ki enako kot pri prikazu slik v WPF obrazcu potrebuje prednalozˇene slike.
Z GUI-jem upravljamo na isti nacˇin, kot je opisano v poglavju Upravljanje
predvajanja panoramskih slik 5.1.
Prikaz panoramskih slik v Oculus Riftu smo dosegli s pomocˇjo pro-
jekta OculusWrap [8], ki omogocˇa uporabo naprave v jeziku C# s svojimi
knjizˇnicami.
6.1 Inicializacija obrazca za Oculus Rift
Pred glavno zanko za izris se najprej naredi instanco razreda, imenovanega
OculusView, ki opravi vecˇino dela za prikaz slike v Oculus Riftu.
Sledi kreiranje novega obrazca, ki ga nudi odprtokodna implementacija
DirectX-a za .NET [9]. V njem se izriˇse slika, ki je enaka tisti, ki je istocˇasno
prikazana v Oculus Riftu. Zatem se naredita dva nova objekta od Ocu-
lusWrapa, prvi skrbi za uporabo Oculus Riftove storitve za izvajanje kode
(runtime), drugi za izris slike v Oculus Riftu. V primeru, da ne najdemo na-
prave, smo vcˇasih lahko prikazali sliko s pomocˇjo Oculus Rift razhrosˇcˇevalnika
(angl. debugger), ki pa ni vecˇ na voljo v novejˇsih Oculus Rift SDK-jih, zato
se sedaj samo javi napaka.
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Za vecˇino interakcije skrbi zˇe koda, ki jo nudi OculusWrap, zato se bo
razlozˇilo samo stvari, ki smo jih mi pripravili za graficˇni cevovod. Med dru-
gim se bodo poudarili priprava tridimenzionalnega okolja in podatkov zanj
ter izravnalnik za globino (angl. depth buffer), ki skrbi za rezanje skritih
objektov iz okolja, konfigurira sledenje premikanju glave in pripravi teksture
za ocˇi glede na nastavitve, ki jih imamo nastavljene v Oculus Rift storitvi za
izvajanje kode.
6.2 Priprava tridimenzionalnega okolja za
Oculus Rift
Za Oculus Rift je potrebno podobno kot pri 5.2 najprej pripraviti tridimen-
zionalno okolje, v katerem bomo lahko obracˇali kameri, ki predstavljata ocˇi,
in imeli prikazano panoramsko sliko.
Pripravili smo tridimenzionalni poligon v obliki krogle, ki je predstavljen
kot lista tocˇk ter barve in teksturne koordinate v njih. Hkrati se za te tocˇke
izracˇunajo sˇe indeksi trikotnikov, ki tvorijo to kroglo. S tem dosezˇemo pravi-
len izris ploskev geometrije. Za zelo hiter izris slik smo definirali svoj sencˇilnik
(angl. shader), ki na vhod sprejme prej opisane podatke.
Kameri, ki predstavljata ocˇi, sta postavljeni skoraj na koordinatno iz-
hodiˇscˇe, ki je hkrati srediˇscˇe krogle, odstopanje med njima je zaradi razmika
med ocˇesi.
6.3 Priprava sencˇilnika za racˇunanje s
pomocˇjo GPE
Ker smo zˇelili dosecˇi dovolj hitro izrisovanje, nam racˇunanje s pomocˇjo CPE
ne bi zadostovalo. Za vso logiko za delo s teksturami bo torej raje skrbel
sencˇilnik, ki je program, ki tecˇe na vseh procesorjih GPE naenkrat in sluzˇi
sencˇenju pikslov. Za njegovo programiranje smo uporabili High-Level Shader
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Slika 6.1: Poenostavljen prikaz postopka priprave in izvrsˇitve izrisa na Oculus
Rift.
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Slika 6.2: Izgled predvajalnika med predvajanjem slik pri zoom = 3. Tukaj
vidimo prikaz na obrazcu, ki imitira prikaz na napravi Oculus Rift.
Language.
Sencˇilnik ima definirane tri lastnosti: sencˇilniˇska tekstura, vzorcˇevalnik
(angl. sampler) in matrika, s katero se premika kamero. Poleg tega imamo
sˇe dve strukturi, ena predstavlja vhodni podatek za sencˇenje, druga izhodni,
obe pa sta sestavljeni iz pozicije, barve in teksturne koordinate.
Samo sencˇenje opravljata dve funkcji, prva sluzˇi kot sencˇilnik za tocˇke od
geometrije, druga pa za piksle od teksture.
6.4 Priprava izravnalnikov
Ker smo zˇeleli izkoristiti strojno pospesˇeno upodabljanje, smo morali konfi-
gurirati precej novih izravnalnikov, tekstur in narediti logiko za sencˇenje.
Zacˇeli smo s tem, da smo ustvarili sencˇilnik pikslov in zanj nastavili, da
sencˇenje pikslov opravi s pomocˇjo nasˇega sencˇilnika. Poleg tega smo mu
podali sˇe vzorcˇevalnik, ki opravlja delo s teksturnimi koordinatami.
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Slika 6.3: Prikazuje isto kot 6.2
Za lepljenje slike smo pripravili 2D teksturo, ki je iste velikosti kot pano-
ramska slika, in jo podali kot vir za nasˇ sencˇilnik (angl. shader resource), saj
smo vanjo kasneje nalozˇili sliko za izris.
S seznamom tocˇk, ki predstavljajo poligonsko kroglo, ustvarimo tocˇkovni
izravnalnik (angl. vertex buffer), s prej poracˇunanimi indeksi trikotnikov
pa ustvarimo indeksni izravnalnik (angl. index buffer). Oba izravnalnika se
potem nastavita zbirniku vhoda (angl. input assembler), ki ima za topologijo
tocˇk nastavljeno listo trikotnikov (angl. triangle list).
Definira se sˇe razporeditev vhodnih podatkov za graficˇni cevovod, kjer je
prvi element pozicija tocˇke, naslednji barva ter zadnji teksturna koordinata,
poleg tega ima navedene primerne odmike v bitih. To skupaj s sencˇilniˇskim
podpisom (angl. shader signature), ki je definiran s funkcijo za sencˇenje tocˇk
iz nasˇega sencˇilnika, predstavlja razporeditev vhoda (angl. input layout).
Za obracˇanje kamere smo naredili konstanten izravnalnik (angl. constant
buffer), ki bo kot vhod sprejemal tridimenzionalno matriko. Tega nato na-
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stavimo tocˇkovnemu sencˇilniku (angl. vertex shader).
6.5 Zanka za upodobitev
Preden se zacˇnejo nalagati slike, glavna nit programa cˇaka na potrdilo, da se
je OculusView do konca inicializiral. Potem nit aplikacije stopi v zanko za
izris (angl. render loop), kjer ostane do zaprtja obrazca. Ob vsaki iteraciji
najprej koda iz OculusWrapa poskrbi za pravilno prikazovanje na vsakem
ocˇesu glede na trenutno pozicijo Oculus Rifta in prikaz slike v njem ter v
obrazcu. V vsaki iteraciji se izracˇuna premik glave, glede na kar se nato
premakneta tudi kameri v programu, tako da se premik v resnicˇnem svetu
sklada s premikom v navideznem.
Ob prihodu nove slike iz StreetView je potrebno prilepiti teksturo na
kroglo. Cˇe se to zgodi, se sliko s pomocˇjo SharpDX-ovega bralca slik pretvori
v bitno kodo. Potem se od naprave zahteva ekskluziven dostop do objekta za
teksturo, v katero se skopira bitna koda te bitne slike, nakar se ta vir sprosti.
6.6 Nalaganje slike v Oculus Rift
Glavna zanka za posredovanje slik je implementirana v Street Viewu z re-
kurzivno funkcijo, ki se obnasˇa podobno kot funkcija opisana v 5.3..
Iz seznama slik pri trenutnem indeksu vzamemo sliko in jo podamo Ocu-
lusViewu in mu hkrati javimo prejem nove slike. Pomembno je, da ima
OculusView cˇas, da se panorama izriˇse, v nasprotnem primeru se tekstura
zacˇne trgati. Zato zanka vedno pocˇaka x milisekund, kjer je x dolocˇen glede
na povecˇavo in uporabnikov vnos hitrosti predvajanja. Po izrisu panoramske
slike v Oculus Riftu in v obrazcu upodobitvena zanka nadaljuje s prikazova-
njem trenutne slike, dokler ne pride nova.
V primeru, da ukaz za ponavljanje predvajanja slik ni vklopljen, se pred-
vajanje sekvence zakljucˇi ob koncu iteriranja cˇez seznam slik. V tem primeru
predvajalnik stoji na zadnji predvajani sliki in cˇaka na nov ukaz, ki je lahko,
6.6. NALAGANJE SLIKE V OCULUS RIFT 41
Slika 6.4: Tukaj je predvajalnik zˇe priˇsel do konca 23 skokov, vendar se
kamera sˇe vedno lahko premika. Spodaj lahko vidimo, da cela aplikacija
porabi skoraj 400 MB, poraba procesorja pa je zelo majhna.
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Za konec bomo predstavili sˇe zmogljivost aplikacije, ki smo jo v okviru di-
plomskega dela razvili. Ker je bil eden izmed ciljev hitro predvajanje pa-
noramskih slik, smo s pomocˇjo sˇtoparice, ki jo nudi C#, izmerili potreben
cˇas za pridobitev lokacije panoramskih slik, njihovo pridobitev s strezˇnika
in shranjevanje v pomnilnik in na disk ter predvajanje. Poleg tega smo sˇe
izmerili porabo CPE in GPE z uporabo Visual Studio orodja Performance
Monitor.
Podatke smo pridobili z vecˇkratnim testiranjem aplikacije, s tem da se
je po petih ponovitvah spremenilo sˇtevilo opravljenih skokov in locˇljivost
slike, preizkusilo se je sˇe tudi s prednalozˇenimi panoramskimi slikami in brez.
Zakasnitev pri zamenjavi slik smo dali na minimalno mozˇno za sistem, na
Sistem Stacionarni racˇunalnik, Corsair Prenosnik, Asus ROG
CPE Intel i7-3820 3,6 GHz Intel i7-4720HQ 2,6 GHz
GPE GeForce GTX TITAN X, 12 GB GeForce GTX 960M, 4 GB
RAM 16 GB 12 GB
Disk Trdi disk WD10EZRX SSD Samsung EVO 850
Tabela 7.1: Specifikacije
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katerem se je testiralo, da smo poskusili priti cˇim blizˇje najhitrejˇsi hitrosti
predvajanja.
Testiranje smo opravili na dveh racˇunalnikih, katerih specifikacije so pred-
stavljene v tabeli 7.1. Oba sta bila povezana preko UTP kabla na omrezˇje
na Fakulteti za racˇunalniˇstvo in informatiko.
7.1 Priprava na merjenje cˇasovne zahtevnosti
Hitrost pri predvajanju slik se ne spreminja, cˇe ciklamo cˇez vse slike vecˇkrat.
Razlog za to je, da so slike v JPG-formatu zˇe nalozˇene v pomnilniku in ni
pospesˇitve pri ponovnem dostopu, saj se slika spremeni v bitno sˇele tik pred
prikazom na zaslonu.
Pri nalaganju poti, ki smo jo zˇe prepotovali, sta oba racˇunalnika potre-
bovala zanemarljivo malo cˇasa za nalaganje slik s diska: npr. pri 500 slikah
viˇsje locˇljivosti okoli 3 sekunde, zato tega podatka ne bomo prikazovali v
tabelah.
Podatke smo izmerili pri predvajanju 50, 100, 300 in 500 slik na obeh
racˇunalnikih, vsak scenarij petkrat. Poleg tega smo primerjali sˇe hitrost
predvajanja pri nizˇjih in viˇsjih locˇljivostih slik. Podatke za Oculus Rift smo
lahko zajeli samo na stacionarnem racˇunalniku, saj ocˇala ne podpirajo delo-
vanja na prenosnikih.
7.2 Rezultati meritev
Vsi podatki v tabelah 7.2 in 7.3 so prikazani v slicˇicah na sekundo (angl.
frames per second oz. FPS), kar pomeni da je viˇsja sˇtevilka boljˇsi rezultat.
Kratica Stac. pomeni stacionarni racˇunalnik, Pren. je prenosnik, sˇt. je
sˇtevilo. Vrstica Skupaj je izracˇuna s podatki v stolpcu, otezˇenimi s sˇtevilom
slik.
Pri poizvedovanju je manjˇsa razlika, vendar je operacija ista za nizˇjo ali
viˇsjo locˇljivosti slik, zato gre to pripisati razliki v obremenjenosti mrezˇe. Hi-
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Poizvedovanje Nalaganje Predvajanje
Sˇt. slik Stac. Pren. Stac. Pren. Stac. Pren.
500 7,16 8,91 1,37 1,36 34,35 34,70
300 7,22 7,77 1,22 1,18 29,24 29,52
100 7,17 6,92 1,15 1,30 29,13 31,51
50 8,12 7,41 1,34 1,20 33,56 29,35
Skupaj 7,23 8,26 1,30 1,29 32,15 32,45
Tabela 7.2: Predvajanje slik pri nizˇji locˇljivosti (rezultati v FPS).
Poizvedovanje Nalaganje Predvajanje
Sˇt. slik Stac. Pren. Stac. Pren. Stac. Rift Pren.
500 6,82 7,33 0,38 0,4 14,58 11,14 14,50
300 5,75 7,48 0,4 0,42 14,76 10,99 14,97
100 6,48 7,66 0,4 0,41 14,91 10,87 14,29
50 7,91 6,60 0,41 0,39 15,09 10,94 14,27
Skupaj 6,50 7,37 0,39 0,41 14,70 11,05 14,61
Tabela 7.3: Predvajanje slik pri viˇsji locˇljivosti (rezultati v FPS).
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Slika 7.1: Poraba CPE in GPE na stacionarnem racˇunalniku. Oznacˇene so
faze poizvedovanja, nalaganja in predvajanja 25 panoramskih slik.
trost nalaganja slik s strezˇnika in predvajanje sta pricˇakovano hitrejˇsa pri
panoramskih slikah z nizˇjo locˇljivostjo. Med stacionarnim racˇunalnikom in
prenosnikom so sicer precej majhne razlike, tako da se program obnasˇa kon-
sistentno med tema dvema sistemoma. Hitrost predvajanja slicˇic je precej
visoka, predvsem pri panoramskih slikah pri nizˇji locˇljivosti, kjer je primer-
ljiva FPS-ju v videih.
Izmed vseh operacij je najpocˇasnejˇse nalaganje slik, tako da bi bile tam
verjetno sˇe mozˇne kaksˇne izboljˇsave. Oculus Rift malce upocˇasni delovanje,
za priblizˇno 25%. To gre verjetno predvsem na racˇun vecˇ dela na GPE, saj se




V diplomskem delu smo uspesˇno razvili aplikacijo, s katero lahko izvedemo
hitro predvajanje slik v Oculus Riftu. To smo dosegli z graficˇnim vmesnikom,
ki omogocˇa interakcijo z zemljevidom, s katerim lahko izberemo zˇeljeno pot,
ki jo zˇelimo videti. Ta pot se vizualizira s pomocˇjo panoramskih slik, ki se
prenesejo z Googlovega strezˇnika, kar traja precej cˇasa, in sicer v odvisnosti
od hitrosti interneta. Slika se nam lahko prikazˇe na dva nacˇina, v WPF
obrazcu, kjer lahko interaktiramo s kamero z miˇsko, ter v Oculus Riftu in
v njegovi vizualizaciji prikaza v WinForms obrazcu, kjer kamero upravlja
premikanje Oculus Rift naprave. Poleg tega lahko s tipkovnico sprozˇimo
nekaj ukazov.
Najvecˇji problem z zmogljivostjo se je pojavil, ko smo zˇeleli pripraviti
slike za predvajanje. Tezˇavo s hitrostjo predvajanja smo resˇili tako, da se cˇim
vecˇ dela opravi pred glavno zanko za upodabljanje, hkrati pa smo zmanjˇsali
kvaliteto slik, ki jih prenasˇamo, in odstranili nepotrebne dele slik, s cˇimer se
je zmanjˇsala njihova velikost. Tezˇava s pomnilnikom je bila resˇena ponovno
z zmanjˇsanjem kvalitete slik, in njihovo shranjevanje v pomnilnik kot objekt
tipa Stream, ki se nato v zanki za upodabljanje prebere kot bitna slika.
Za hitrejˇsi dostop do zˇe prej predvajanih poti smo implementirali shra-
njevanje panoramskih slik na disk, s pomocˇjo katerega se nalaganje slik, cˇe
so bile zˇe prej predvajane, opravi v nekaj sekundah.
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8.1 Sklep
Z rezultati svoje diplome sem zelo zadovoljen, saj smo uspeli izpolniti vse
cilje, ki smo si jih zadali. Poleg tega smo uspeli dosecˇi hitrost predvajanja
slik, ki je precej presegla pricˇakovanja. Sama aplikacija porabi precej malo
pomnilnika in procesorske mocˇi, s cˇimer je primerna za rabo tudi na starejˇsih
racˇunalnikih. Sedaj, ko gledam na diplomsko nalogo v retrospektivi, vem,
da smo si zadali precej velik zalogaj, saj je zˇe razvoj aplikacije trajal vecˇ
kot dva meseca. Med drugim je veliko cˇasa vzelo izboljˇsevanje algoritma za
nalaganje in predvajanje slik ter delo z SharpDX, saj smo imeli slabo znanje
o delu s sencˇilniki in GPE.
Od vecˇjih nadgradenj bi bilo potrebno omogocˇiti uporabniku vecˇ kontrole
nad predvajanjem, bolj podrobno testirati aplikacijo, da se odpravijo hrosˇcˇi,
ter dodati mozˇnost gledanja panoramskih slik pod vodo in na scenskih lokaci-
jah, ker so na Google strezˇniku za panoramske slike zˇe na voljo, ter pospesˇiti
nalaganje slik z interneta.
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