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Tato práce se zabývá jazykem Python a vývojem aplikace, která vyhodnotí podobnost
zadaných zdrojových textů v tomto jazyce. Kromě porovnávání komentářů využívá program
několik porovnávacích metod, jež aplikuje na posloupnost tokenů, které vytvoří ze zadaných
zdrojových textů. Jsou to Levenshteinova vzdálenost, nejdelší společný podřetězec a četnost
tokenů. Součástí práce jsou také výsledky testování programu na reálných datech. Aplikace
je určena pro kontrolu plagiátů zdrojových kódů školních projektů v jazyce Python.
Abstract
This thesis deals with the programming language Python and with development of the
application that evaluates the similarity of the specified source codes in this programming
language. In addition to comparison of comments, the program uses several comparison
methods applied to a sequence of tokens that are created from the specified source codes.
Namely, the Levenshtein distance, the longest common subsequence and the frequency
of tokens. The thesis also includes the results of testing the program on real data. The
application is designed to control the plagiarism in the source codes of the school projects
written in the programming language Python.
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Tato práce se zabývá rozpoznáváním plagiátů zdrojových kódů v jazyce Python.
Ve školství je plagiátorství velmi rozšířené a není tomu jinak ani u zdrojových kódů,
kde je však kontrola časově velmi náročná. Cílem této práce je navrhnout a implementovat
takový program, který bude schopen odhalit potenciální plagiáty v rozumném čase.
Výsledný software může být použit pro detekci plagiátů mezi studentskými projekty
v předmětu IPP (Principy programovacích jazyků a OOP).
Program detekuje podobné úseky kódu podle kritérií popsaných v kapitole 3. Imple-
mentace je popsána v kapitole 4 a výsledky testování pak v kapitole 5. Součástí práce je
také uživatelská příručka, viz kapitola 6.
1.1 Definice pojmů
Plagiát
Plagiát (plagiarism) je nedovolená napodobenina (přesná nebo částečná) uměleckého nebo
vědeckého díla jiné osoby, která je bez uvedení předlohy vydávána za originál; její původce
tak porušuje autorská práva autora původní předlohy [8].
Mezinárodní norma ČSN ISO 5127-2003 definuje plagiát jako
”
Představení duševního
díla jiného autora půjčeného nebo napodobeného v celku nebo z části, jako svého vlastního”.




Python je objektově orientovaný skriptovací programovací jazyk. Je vyvíjen jako open
source1 projekt a funguje na většině známých platforem (Unix, Windows, Mac OS). V roce
19912 ho navrhl Guido van Rossum3 a v roce 2001 vznikla organizace Python Software
Foundation4, která od té doby tvoří základ vývojářů Pythonu.
Dnes je to jeden z nejoblíbenějších interpretovaných jazyků, a to díky své přehledné
syntaxi, možnosti výběru paradigma (objektově orientované nebo procedurální), možnosti
integrace s dalšími programovacími jazyky a použití jak pro praxi, tak pro výuku. Je vhodný
pro krátké i rozsáhlé programy. Výkonově kritické knihovny jsou implementovány v jazyce
C, tudíž jsou aplikace psané v Pythonu poměrně rychlé ve srovnání s dalšími interpreto-
vanými programovacími jazyky (např. PHP). Rychlost se dá pak zvýšit JIT5 kompilátory,
jako je nyní již nevyvíjený Psyco6 nebo jeho nástupce PyPy7.
2.1 Python 3
Python se neustále vyvíjí, v současné době se používají zejména verze Python 2.x a Python
3.x. Stabilní verze Python 3.0 byla vypuštěna 3.12.2008, od 16.3.2014 je k dispozici již
verze Python 3.4. Verze Python 2.6 a 2.7 vznikly jako přechodové verze pro Python 2.x
a Python 3.x, které jsou nekompatibilní. Nejdiskutovanější změnou bylo zrušení příkazu
print a jeho nahrazení funkcí print(). Dále pak například nahrazení typů long a int
pouze jedním celočíselným typem int. Další výrazné změny jsou popsány v článku [15],
v knize [12] a Python 3.0 dokumentaci [13].
Výsledná aplikace této práce je psána (stejně jako testovaná data) v jazyce Python 3.









Pro demonstraci syntaxe jazyka zde uvedu jako příklad svůj jednoduchý program, který
vytiskne na obrazovku
”













#! / usr / b in /env python3
# encoding=ut f−8
import sys
param = int ( sys . argv [ 1 ] )
def dia (p ) :
ran = range (1 , param )
i f p == 1 :
ran = range (param ,0 ,−1)
for i in ran :
for j in range (param−i ) :
print ( ” ” , end=”” )
for k in range ( i ) :
print ( k+1, end=”” )
for l in range ( i ,1 , −1) :
print ( l −1, end=”” )
print ( )
d ia (0 )
d ia (1 )
Jak je zde vidět, syntaxe v Pythonu je poměrně netradičně založena na odsazování. Je




Informace z této kapitoly vycházejí z popisu lexikální analýzy v dokumentaci Python 3 [5].
2.3.1 Komentáře
Komentáře jsou textové úseky kódu, které nemají vliv na běh programu, usnadňují však
orientaci v kódu a pochopení programu. V Pythonu takový komentář začíná znakem #.
2.3.2 Identifikátory
Identifikátory jsou jména, kterými se označují proměnné, funkce a příkazy. Identifikátor je
posloupností alfanumerických znaků a podtržítek, přičemž první symbol nesmí být číslice.
Python je case sensitive, tudíž například ab, Ab a AB jsou tři různé identifikátory.
Klíčová slova
Klíčová slova jsou vyhrazené identifikátory. Zastávají svou vlastní funkci, proto se nemohou
použít pro pojmenování proměnných a funkcí. V Pythonu 3 jich je momentálně 33 a jejich
výčet je v tabulce 2.1.
and as assert break class continue
def del elif else except finally
for from global if import in
is lambda nonlocal not or pass
raise return try while with yield
False None True
Tabulka 2.1: Klíčová slova
2.3.3 Konstanty




∗ posloupnost číslic z nichž první nesmí být nula,
– osmičková (oktalová)
∗ posloupnost osmičkových číslic (0-7) začínající nulou,
– šestnáctková (hexadecimální)
∗ posloupnost hexadecimálních číslic (0-9, a-f, A-F)
začínající znaky 0x nebo 0X.
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• Reálná čísla
– obsahují desetinnou tečku a/nebo exponent (se znaménkem)
uvozený znakem e nebo E.
• Komplexní čísla
– zapisována jako <reálná část> + <imaginární část>j,
– imaginární jednotka j nebo J.
Řetězcové konstanty





+, -, *, /, % plus, mínus, krát, děleno, modulo
** mocnina
<, <=, >, >=, !=, == operátory porovnání
+x, -x unární plus a mínus
<<, >> bitové posuny
∼x binární doplněk





Plagiátoři si většinou cizí zdrojový kód nejen zkopírují, ale i trochu upraví, tudíž na první
pohled nemusí být podobnost zřetelná a nelze pro kontrolu plagiátu použít klasický diff1.
Nejčastějšími takovými změnami jsou:
1. změna komentářů,
2. změna názvu proměnných a funkcí,
3. změna odřádkování, odsazení, mezer,
4. změna datových typů,
5. nahrazení konstrukce jinou ekvivalentní,
6. proházení příkazů.
V kapitole 3.1.1 je popsáno, jak takové změny ignorovat.
Jak již bylo řečeno výše, plagiát je i částečné okopírování cizí práce. Proto se projekty
nebudou porovnávat jako celky, ale nejprve se rozdělí na menší úseky kódu.
3.1 Metody porovnávání
Tato kapitola popisuje metody porovnávání, které jsou v práci využity. Jejich implementace
je pak popsána v kapitole 4.
3.1.1 Práce s tokeny
Kód je převeden na posloupnost tokenů. Bílé znaky a komentáře jsou ignorovány, tím lze
vyloučit změny číslo 1 a 3. Rozlišují se typy tokenů a klíčová slova. Změna číslo 2 se tedy
také stává bezpředmětná. Další změny jsou pak vyloučeny následujícími algoritmy.
Levenshteinova vzdálenost
Levenshteinova vzdálenost mezi dvěma řetězci je definována jako minimální počet opera-









(vložilo se ’k’, smazalo se ’m’ a ’e’ a nahradilo se ’a’ za ’o’). Levenshteinova vzdálenost tedy
vyjadřuje podobnost (resp. rozdílnost) dvou řetězců.
Pro výpočet Levenshteinovy vzdálenosti se nejprve vytvoří matice o m+1 a n+1 prvcích,
kde m a n jsou délky porovnávaných řetězců. První řádek a první sloupec se inicializuje
hodnotami 1, 2, ...m a 1, 2, ...n. Hodnota každé další buňky se vypočítá:
LEV [i, j] = min(LEV [i, j − 1] + 1, LEV [i− 1, j] + 1, LEV [i− 1, j − 1] + c),
kde c má hodnotu 0, pokud se symboly rovnají, v opačném případě má hodnotu 1.
LEV [i, j − 1] značí vertikální pohyb v tabulce, který odpovídá vložení znaku.
LEV [i− 1, j] značí horizontální pohyb v tabulce, který odpovídá odstranění znaku.
LEV [i− 1, j − 1] značí diagonální pohyb v tabulce, který odpovídá nahrazení znaku.
Příklad takové matice představuje tabulka 3.1. Výsledkem je pak hodnota na pozici [m,n],
v matici dole vpravo.
K R E S L O
0 1 2 3 4 5 6
R 1 1 1 2 3 4 5
E 2 2 2 1 2 3 4
M 3 3 3 2 2 3 4
E 4 4 4 3 3 3 4
S 5 5 5 4 3 4 4
L 6 6 6 5 4 3 4
O 7 7 7 6 5 4 4
Tabulka 3.1: Levenshteinova vzdálenost
Více o Levenshteinově vzdálenosti se lze dočíst na stránkách [2] nebo v bakalářské
práci [9] Lukáše Janečka.
Časová složitost tohoto algoritmu je O(m × n), kde m je délka jednoho řetězce a n je
délka druhého řetězce.
Nejdelší společný podřetězec
Nejdelší společný podřetězec, nebo také nejdelší společná podposloupnost, je taková posloup-








Stejně jako Levenshteinova vzdálenost, i vyhledávání nejdelšího společného podřetězce
se řeší pomocí dynamického programování. Nejprve se tedy opět vytvoří matice o velikosti
m + 1 a n + 1 prvcích, kde m a n jsou délky porovnávaných řetězců. První řádek a první
sloupec se naplní hodnotou 0. Hodnoty dalších buněk se vyplní podle pravidel:
• pokud se symboly na pozici i a j rovnají, k hodnotě buňky vlevo nahoře se přičte 1
a zapíše se na pozici [i, j]:
LCS[i, j] = LCS[i− 1, j − 1] + 1
9
• pokud se symboly na pozici i a j nerovnají, na pozici [i, j] se zapíše číslo, které je
větší, z buňky vlevo nebo nahoře:
LCS[i, j] = max(LCS[i− 1, j], LCS[i, j − 1])
Příklad takové matice představuje tabulka 3.2. Výsledkem je pak hodnota na pozici
[m,n], v matici dole vpravo.
K R E S L O
0 0 0 0 0 0 0
R 0 0 1 1 1 1 1
E 0 0 1 2 2 2 2
M 0 0 1 2 2 2 2
E 0 0 1 2 2 2 2
S 0 0 1 2 3 3 3
L 0 0 1 2 3 4 4
O 0 0 1 2 3 4 4
Tabulka 3.2: Nejdelší společný podřetězec
Čím je společný podřetězec delší, tím je pravděpodobnost plagiátorství vyšší.
Více o nejdelší společné podposloupnosti se lze dočíst na stránkách [3], v bakalářské
práci [9] Lukáše Janečka nebo v bakalářské práci [10] Matěje Kačice.
Časová složitost je O(m × n), kde m je délka jednoho řetězce a n je délka druhého
řetězce.
Četnost tokenů
Tato metoda nejprve spočítá výskyty konkrétních tokenů u obou sekvencí a poté je porovná.
Časová složitost je O(max(m,n)), kde m je délka jednoho řetězce a n je délka druhého
řetězce.
3.1.2 Porovnávání komentářů
U porovnávání zdrojových kódů hrají důležitou roli také komentáře. I když nemají vliv
na výsledný algoritmus programu, je možné odhalit plagiát na základě jejich porovnání. Je
velmi nepravděpodobné, že budou mít dva lidé stejné vyjadřování, myšlenky, skladbu věty,
případně pravopisné chyby a překlepy. Když se tedy objeví dva stejné, nebo velmi podobné
komentáře, lze předvídat, že část kódu může být zkopírovaná.
3.1.3 Porovnávání delších identifikátorů
Zde platí to samé, co u porovnávání komentářů. Nepravděpodobnost stejných delších názvů




Použití programu a nastavení parametrů je popsáno v kapitole 6.
Program je naimplementován v jazyce Python 3.3.
Strukturu programu lze vidět na zjednodušeném diagramu tříd - obrázek číslo 4.5. Jsou
zde znázorněny třídy a jejich metody, vztah mezi nimi je pak označen přerušovanou čarou
a jednoduchou šipkou, což značí závislost jedné třídy na druhé, tedy že jedna třída používá
druhou jako parametr v některé své metodě.
4.1 Konfigurační soubory
Některé argumenty programu vyžadují jako parametr konfigurační soubor. Prvním z nich
je parametr --pairs, který přímo určuje, jaké dvojice projektů se mají porovnávat. Jeho
struktura je vidět na obrázku 4.1. Jsou to názvy projektů, oddělené čárkami, kdy každá
dvojice je na svém řádku.
Obrázek 4.1: Konfigurační soubor pro porovnávání konkrétních projektů
Další parametry vyžadující konfigurační soubor jsou --ignore-comments
a --ignore-identifiers. Obsah konfiguračních souborů těchto parametrů je formátován
regulárními výrazy ze zadání projektu SYN předmětu IPP, popsanými níže [11]. Příklad
takového konfiguračního souboru je na obrázku 4.2.
Obrázek 4.2: Konfigurační soubor definující, které komentáře se nemají porovnávat
Všechny znaky s ASCII hodnotou 32 a vyšší představují regulární výraz popisující
řetězec složený jen z daných symbolů (s výjimkou speciálních symbolů .|!*+()%, které jsou
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použité pro tvorbu složitějších výrazů). Další regulární výrazy jsou definovány rekurzivně
následujícím způsobem:
Nechť A a B jsou regulární výrazy. Potom:
• A.B – popisuje řetězce vyhovující výrazu A následované libovolným řetězcem vyhovu-
jícím výrazu B.
• AB – zkratka pro A.B.
• A|B – popisuje řetězce vyhovující buď A, nebo B.
• !A – negace výrazu A. Všechny takové řetězce, které nevyhovují výrazu A. Negace je
aplikovatelná pouze na výrazy popisující jeden znak nebo na speciální výrazy tvaru
%X popsané níže.
• A* – libovolné opakování řetězců vyhovujících výrazu A (i nulový počet opakování).
• A+ – nenulový počet opakování řetězců výrazu A (A.A*).
• (A) – závorky pro určení priority
Priorita jednotlivých operátorů (od nejvyšší k nižší): ! > *, + > . > |.
Speciální regulární výrazy:
• %s – bílé znaky ( \t\n\r\f\v),
• %a – jeden libovolný znak,
• %d – čísla od 0 do 9,
• %l – malá písmena od a do z,
• %L – velká písmena od A do Z,
• %w – malá a velká písmena (%l|%L),
• %W – všechna písmena a čísla (%w|%d),
• %t – znak tabulátoru (\t),
• %n – znak nového řádku (\n),
• %<speciální symbol> – znak <speciální symbol> (dostupné symboly .|!*+()%).
Pro zpracování těchto regulárních výrazů jsem použila část svého projektu SYN IPP
2012, který je v programu importován jako modul new syn.py.
Jedná se o jednoduchý konečný stavový automat, jenž má dva stavy - START a PER-
CENT. Tím se rozlišují speciální výrazy začínající znakem procenta a ostatní. Dále ověřuje
kombinace speciálních znaků a negaci. Další ošetření, např. správné párování závorek, ob-
starává funkce compile() knihovny re. Následně jsou tyto výrazy převedeny na regulární
výrazy jazyka Python a ty pak aplikovány na dané konfigurační soubory.
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4.2 Struktura
Pro správný běh programu je potřeba mít testovaná data rozdělena do předepsané struk-
tury. Tzn. hlavní složka, která obsahuje složky jednotlivých projektů. Tyto složky projektů
obsahují již samotné zdrojové soubory.
V programu to vypadá tak, že vznikne objekt třídy MasterFolder, který dále pomocí
své metody projects() vytvoří objekty třídy ProjectFolder ze svých podadresářů. Ob-
jekt projektu udělá to samé a pomocí metody files() vytvoří objekty třídy ProjectFile
z každého svého pythonovského souboru. Na základě operací, které jsou popsány v kapi-
tole 4.4 se dále vytvářejí další podobjekty, až k nejmenšímu testovanému bloku. Jelikož
si takovéto objekty pamatují všechny své nadřazené objekty, lze pak snadno najít, kde se
takový testovaný blok původně nacházel.
4.3 Kombinace testovaných projektů
Podle zadaných parametrů je několik možností, jak vytvořit dvojice testovaných projektů.
Jsou zde využity funkce combinations() a product() modulu itertools[4].
• Kombinace všech projektů ve složce
– Kombinace všech dvojic ve složce lze snadno vytvořit pomocí metody
combinations(). Výsledkem je seznam n-tic (v tomto případě dvojic) bez opako-
vaní.
• Kombinace jednoho projektu s ostatními
– Při vytváření kombinací jednoho projektu s ostatními se nejdříve otestuje, zda
se daný projekt ve složce opravdu vyskytuje (metoda find project()), poté
metoda combinations with project() vytvoří seznam těchto kombinací
(samozřejmě vynechá kombinaci sám se sebou).
• Kombinace projektů v jedné složce s projekty v jiné složce
– Metoda combinations with old projects() postupně prochází projekty jedné
složky a přidává k nim projekty z druhé složky. Takovéto dvojice pak vrací jako
seznam.
• Kombinace dvojic projektů z konfiguračního souboru
– Pro každý řádek v konfiguračním souboru je zavolána metoda
combinations from config(), která zjistí, zda takové projekty existují.
Pokud ano, vrátí dvojici jako seznam. Výsledkem je tedy opět seznam dvojic.
4.4 Zpracování zdrojových kódů
Pro každou dvojici v seznamu kombinací je zavolána metoda add () třídy
ProjectFolder, kde se zpracovávají soubory jednotlivých projektů. Také soubory se musí
nejprve zkombinovat a na to slouží metoda get combinations with().
Nyní se již mohou zpracovat samotné sekvence tokenů, komentáře a identifikátory. Na to
je určena metoda tokenize() třídy ProjectFile. Tato metoda otevře soubor a aplikuje na
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jeho obsah funkci generate tokens() modulu tokenize[6]. Tím vzniká posloupnost tokenů,
kterou je potřeba dále upravit. Token je nyní 5-tice obsahující typ, název, umístění začátku
tokenu, umístění konce tokenu a řádek, na kterém se nachází. Metoda postupně prochází
posloupností tokenů a kontroluje typy. Bílé znaky ignoruje, komentáře ukládá do seznamu
komentářů, ostatní tokeny ukládá do seznamu token sekvencí pod číslem jejich typu nebo
pod jejich názvem, pokud se jedná o klíčové slovo nebo jméno funkce. Když narazí na identi-
fikátor delší než zadaná hodnota, uloží také jeho název do seznamu identifikátorů. Nakonec
je ještě zavolána metoda split list(), která sekvenci tokenů rozdělí podle funkcí na menší
celky.
Takovéto sekvence kódu, seznamy komentářů a seznamy identifikátorů se dále kombinují
a porovnávají. Toto zpracování probíhá u každého projektu pouze jednou, objekt projektu
si zpracovaná data uchovává.
4.5 Porovnávání
Zdrojové kódy jsou zpracovány, na řadu tedy může přijít porovnávání.
4.5.1 Porovnávací metody
V programu jsou použity tři porovnávací metody. Popsány jsou v kapitole 3.
• Levenshteinova vzdálenost
– Použitý algoritmus pro Levenshteinovu vzdálenost je převážně převzat ze stránky
[1].
– Algoritmus funguje na principu dynamického programování.
– Výsledek algoritmu je převeden na procento podobnosti testovaných sekvencí. Je-
likož výsledné číslo tohoto algoritmu znamená
”
kolik tokenů bylo potřeba nahra-
dit/smazat/přidat, aby se z jedné sekvence stala druhá sekvence“, je procento
podobnosti vypočteno jako poměr výsledku algoritmu a velikosti delší sekvence.
• Nejdelší společný podřetězec tokenů
– Algoritmus je převzat ze stránky [14].
– I tento algoritmus je naprogramován dynamicky.
– Jelikož nejdelší společný podřetězec může být maximálně tak velký jako kratší
sekvence, procento podobnosti je vypočteno jako poměr výsledku algoritmu a ve-
likosti kratší sekvence.
• Četnost tokenů
– Velmi jednoduchý algoritmus pro vypočítání četnosti tokenů v daných sekvencích.
– Unikátní tokeny jsou uloženy do pomocného seznamu, podle kterého se pak
zjišťuje pomocí metody count(), kolik takových tokenů daná sekvence obsahuje.
Procento podobnosti je pak vypočteno jako součet poměrů četnosti tokenů.
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4.5.2 Sekvence tokenů
Sekvence tokenů jsou již připraveny k porovnávání, pokračuje se tedy na nižší úroveň,
a to metody třídy TokenSequence. Zde se zavolá metoda add (), která nejprve porovná
velikost sekvencí. Nemá cenu porovnávat velmi krátké sekvence, proto podle parametru
pro minimální velikost sekvence metoda buď pokračuje v porovnávání, nebo se přejde
na další kombinaci. To samé platí pro velký rozdíl velikostí mezi sekvencemi. Sekvence
s 20 tokeny zřejmě nebude stejná jako sekvence se 100 tokeny. Porovnávání tedy pokračuje,
pokud se sekvence neliší o víc procent, než určuje daný parametr. Nyní přichází na řadu
samotné porovnávání pomocí metod popsaných výše.
Výsledky se ukládají jako objekt třídy TokenSequenceMatchResult.
4.5.3 Komentáře
Stejně jako připravené sekvence tokenů, i komentáře mají vlastní třídu, Comment. Ta ob-
sahuje metodu add (), která na dvojice komentářů aplikuje metodu porovnávání Le-
venshteinovy vzdálenosti.
Výsledky se ukládají jako objekt třídy CommentMatchResult.
4.5.4 Identifikátory
Metoda add () třídy Identifier pro identifikátory uloží výsledek porovnání jako objekt
třídy IdentifierMatchResult.
4.6 Zpracování výsledků
Objekty tříd *MatchResult() obsahují metodu is positive(). Ta na výsledky porovnávání
aplikuje příslušné parametry. Tzn. pokud budou výsledky porovnání jednotlivých metod
pro sekvence tokenů větší než stanovené meze, vypíše se tato kombinace pomocí metod
report results() třídy ProjectMatchResult a log() třídy Logger i s výsledky porovnání
do výstupního souboru, případně na standardní výstup. Stejně tak kombinace s podobnými
komentáři nebo stejnými dlouhými identifikátory. Ukázka výpisu je uvedena na obrázku
číslo 4.3.
Obrázek 4.3: Výstup programu
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Během porovnávání se na standardní chybový výstup vypisuje stav běhu programu, tzn.
kolikátá kombinace ze všech možných se nyní testuje a která to přesně je.
Obrázek 4.4: Výpis na standardní chybový výstup
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Obrázek 4.5: Struktura programu - zjednodušený diagram tříd
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Kapitola 5
Testování a zhodnocení dosažených
výsledků
Aplikace byla navržena a implementována tak, aby byla snadno konfigurovatelná a odhalila
co nejvíce možných plagiátů. V této kapitole budou uvedeny výsledky testování při různě
nastavených parametrech.
Data byla testována na operačním systému Linux Fedora 20 x86 64 s konfigurací Intel
Core i5 2540M (2.60 GHz) a 8 GB RAM.
5.1 Rychlost programu
Délka porovnávání závisí na počtu kombinací a na počtu a velikosti testovaných sekvencí
kódu. Na základě testovaných dat různých velikostí sekvencí lze říci, že je program po-
malejší při porovnávání vyššího počtu delších sekvencí tokenů, avšak největší zpomalení
porovnávání nastává, pokud projekt obsahuje velké množství komentářů. Na každý komen-
tář, resp. dvojici komentářů, se aplikuje metoda Levenshteinovy vzdálenosti, když má tedy
nějaký projekt zakomentované např. nepoužité funkce, či jiný víceřádkový text, aplikace se
výrazně zpomalí.
Příklad je v tabulce 5.1. P300 značí kombinace projektů, kde jeden projekt obsahuje
cca 300 komentářů, ostatní cca 100 komentářů. P100 značí kombinace projektů, kde mají
všechny projekty cca 100 komentářů.
Počet Počet Čas porovnání
projektů kombinací P100 P300
5 4 (1:N) 0.25 min 2.15 min
5 10 (N:N) 1 min 3.5 min
15 14 (1:N) 1.2 min 6.25 min
15 105 (N:N) 13.2 min 18.5 min
Tabulka 5.1: Rychlost programu při různém počtu komentářů
S rostoucím počtem kombinací roste tedy potřebný čas pro porovnání lineárně, v závis-
losti na porovnávaném obsahu.
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V tabulce 5.2 jsou naměřené hodnoty testování různých kombinací projektů na školním
serveru Merlin (Linux x86 64) s konfigurací Quad-Core AMD Opteron(tm) Processor 2387
(2.80 GHz) a 32 GB RAM.








Tabulka 5.2: Naměřené hodnoty testování programu na serveru Merlin
Počet kombinací je téměř shodný, časy porovnávání se však liší, v některých případech
až mnohonásobně. To je způsobeno právě porovnávaným obsahem projektů.
5.2 Přesnost programu
Nejdůležitější funkcí programu je co nejpřesněji určit podobnost dvou zdrojových kódů.
Pokud jsou dvě porovnávané funkce plagiáty, měly by být výstupy porovnávacích metod co
nejvyšší.
Na obrázku 5.1 lze vidět dvě funkce, které jsou převzaty z projektů předmětu IPP.
Už od pohledu vypadají velmi podobně. Výsledky porovnání těchto dvou funkcí jsou zná-
zorněny v tabulce 5.3.
Metoda Výsledek porovnání
Levenshteinova vzdálenost 71.19 %
Nejdelší společný podřetězec 87.21 %
Četnost tokenů 72.22 %
Tabulka 5.3: Výsledek porovnávání dvou podobných funkcí
Nejlépe tedy dopadla metoda nejdelší společné podposloupnosti, metoda Levenshteinovy
vzdálenosti se hůře vypořádává s vloženými úseky kódu.
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Obrázek 5.1: Zdrojové kódy dvou podobných funkcí
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Další příklad znázorňuje rozdíl výsledku porovnávacích metod před a po přeházení kódu
uvnitř funkce. Na obrázcích 5.2 a 5.31 jsou vidět porovnávané funkce (převzaté z projektů
předmětu IPP), v tabulce 5.4 pak výsledky porovnávání.
Metoda Výsledek porovnání
Nepřeházené příkazy Přeházené příkazy
Levenshteinova vzdálenost 87.36 % 63.19 %
Nejdelší společný podřetězec 92.31 % 75.82 %
Četnost tokenů 89.0 % 89.0 %
Tabulka 5.4: Výsledek porovnávání podobných funkcí s přeházenými úseky kódu
Výsledky metody pro porovnávání četnosti tokenů se samozřejmě nezměnily, po pře-
hození příkazů však prudce klesly výsledky metody Levenshteinovy vzdálenosti a nejdelší
společné podposloupnosti.
Proto je vhodné všechny metody navzájem kombinovat.
5.3 Nastavení parametrů programu
Všechny parametry, popsané v kapitole 6, jsou nastavitelné. Zde je odůvodněn výběr im-
plicitních hodnot těchto parametrů.
Po testování různých kombinací projektů, mezi nimiž se vyskytovaly také plagiáty, jsem
dospěla k názoru, že nejvhodnějším spuštěním programu je:
python3 bp.py --path folder --leven 70 --lcs 70 --freq 70 --output out1
--leven2 90 --lcs2 90 --freq2 90 --output2 out2 --diff 60 --min-tokens 20
--id-len 7 --ignore-comments ignore com --ignore-identifiers ignore ids
Jelikož jsou tyto parametry nastaveny implicitně, stačí program spustit jako:
python3 bp.py --path folder --output out1 --output2 out2 --ignore-comments
ignore com --ignore-identifiers ignore ids
--output, --output2, --leven, --leven2, --lcs, --lcs2, --freq, --freq2
Po zadání příkazu výše se vygenerují dva soubory, do nichž se zapisují výsledky. Parametry
--leven, --lcs a --freq určují hraniční hodnoty pro výstupní soubor --output, parame-
try --leven2, --lcs2 a --freq2 pak hraniční hodnoty pro výstupní soubor --output2.
Po dokončení porovnávání jsou poté v souboru out2 dvojice, které jsou vhodnými kan-
didáty na plagiáty. Buď mají stejné identifikátory, podobné komentáře nebo velmi vysoké
výsledky podobnosti sekvencí tokenů. Druhý soubor out1 pak může posloužit jako kontrola
nebo rozšíření těchto kandidátů.
Např. projekt1 a projekt2 obsahují stejné dlouhé identifikátory, ale kvůli přeházení
příkazů ve funkci jsou výsledky porovnávacích metod nižší. Naopak u projektů, které budou
mít výsledky porovnávacích metod velmi vysoké, není potřeba soubor s mírnějšími parame-
try kontrolovat.
1V první funkci jsou přeházeny téměř všechny příkazy if. Kód by takto nefungoval, přeházení slouží
pouze pro znázornění rozdílu výsledků testovacích metod.
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Obrázek 5.2: Zdrojové kódy dvou velmi podobných funkcí
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Obrázek 5.3: Zdrojové kódy dvou podobných funkcí s přeházenými příkazy
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--diff
Parametr --diff značí o kolik se porovnávané sekvence mohou lišit svou velikostí. Pokud
se liší o více, než parametr zadává, sekvence se neporovnávají. Na výsledky programu nemá
tento parametr vliv, ale v jistých případech dokáže program značně zrychlit. V tabulce 5.5
jsou uvedeny časy trvání porovnání stejných kombinací při využití --diff=60 (mohou se
lišit o maximálně 60 %) a bez porovnání velikosti.
Počet Čas porovnání
kombinací s parametrem --diff bez parametru --diff
6 1.4 min 2 min
21 6 min 8.1 min
136 31.3 min 52.8 min
Tabulka 5.5: Zrychlení programu při zadání parametru --diff
Jak jde v tabulce vidět, při vyšším počtu kombinací je zrychlení téměř dvojnásobné.
--id-len, --ignore-identifiers
Parametr --id-len slouží k nastavení minimální velikosti porovnávaných identifikátorů. Je
vhodné nastavit také konkrétní identifikátory (případně regulární výraz pro identifikátory),
které nemají být kontrolovány, a to pomocí parametru --ignore-identifiers.
--min-tokens
Parametr --min-tokens je potřeba pro neporovnávání velmi malých úseků kódu. Na ob-
rázku 5.4 jsou metody, které jsou v některých projektech shodné, ale o plagiáty se zřejmě
nejedná. Nemá tedy cenu tak malé funkce porovnávat.
Jelikož takových funkcí v projektech moc nebývá, a pokud ano, tak porovnání tak
malých sekvencí kódu dlouho netrvá, zadáním parametru se rychlost programu nijak výrazně
nezvýší (tabulka 5.6). Nebudou se však do výsledků vypisovat chybně pozitivní kandidáti
na plagiát.
Obrázek 5.4: Ukázka funkcí s malým počtem tokenů
Počet Čas porovnání
kombinací s parametrem --min-tokens bez parametru --min-tokens
136 31.30 min 31.34 min
Tabulka 5.6: Zrychlení programu při zadání parametru --min-tokens
Při porovnávání 136 kombinací se program zrychlil pomocí parametru --min-tokens
o cca dvě vteřiny.
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--ignore-comments
Tento parametr nastavuje, které komentáře nemají být porovnávány. Některé komentáře
jsou velmi časté nebo to ani nejsou komentáře v pravém slova smyslu, jako například she-
bang2 nebo nastavení kódování.
Jelikož porovnávání většího množství komentářu zpomaluje program, jak bylo ukázáno
výše, a takovéto stejné komentáře by se objevovaly i ve výsledcích, je vhodné je ignorovat,









--help, -h Výpis nápovědy
--path cesta Nastavení cesty ke složce s projekty, povinný
parametr.
--old-path cesta Nastavení cesty ke složce se starými projekty.
--pairs název souboru Nastavení názvu konfiguračního souboru s dvo-
jicemi projektů.
--project název projektu Nastavení názvu testovaného projektu.
--output název souboru Nastavení názvu výstupního souboru pro výpis.
--output2 název souboru Nastavení názvu výstupního souboru pro výpis
s jinými parametry.
--ignore-comments název souboru Nastavení názvu konfiguračního souboru s reg-
ulárními výrazy určující, které komentáře se budou
při porovnávání ignorovat.
--ignore-identifiers název souboru Nastavení názvu konfiguračního souboru s reg-
ulárními výrazy určující, které identifikátory se bu-
dou při porovnávání ignorovat.
--min-tokens hodnota Nastavení minimální velikosti testovaných sekvencí
kódu (implicitně 20).
--id-len hodnota Nastavení minimální velikosti testovaných identi-
fikátorů (implicitně 7).
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--diff, -d procento Nastavení nejvyššího rozdílu velikosti testovaných
sekvencí kódu (implicitně 60%).
--com-leven, -cl procento Nastavení minimálního procenta podobnosti Lev-
enshteinovy vzdálenosti pro porovnávání komen-
tářů (implicitně 90%).
--leven, -l procento Nastavení minimálního procenta podobnosti Lev-
enshteinovy vzdálenosti pro testování sekvencí to-
kenů (implicitně 70%).
--leven2, -l2 procento Nastavení minimálního procenta podobnosti
metody Levenshteinovy vzdálenosti pro testování
sekvencí tokenů (implicitně 90%). Výsledky se
zapisují do --output2 souboru.
--lcs, -c procento Nastavení minimálního procenta podobnosti
metody nejdelšího společného podřetězce pro
testování sekvencí tokenů (implicitně 70%).
--lcs2, -c2 procento Nastavení minimálního procenta podobnosti
metody nejdelšího společného podřetězce pro
testování sekvencí tokenů (implicitně 90%).
Výsledky se zapisují do --output2 souboru.
--freq, -f procento Nastavení minimálního procenta podobnosti
metody porovnávání četnosti tokenů pro testování
sekvencí tokenů (implicitně 70%).
--freq2, -f2 procento Nastavení minimálního procenta podobnosti
metody porovnávání četnosti tokenů pro testování
sekvencí tokenů (implicitně 90%). Výsledky se
zapisují do --output2 souboru.
--verbose Výpis průběhu porovnávání.
--log-stderr Výpis stderr do souboru.
--generate-pairs Vygenerování kombinací testovaných dvojic na
standardní výstup a následné ukončení programu.
Tabulka 6.1: Parametry aplikace
Některé parametry jsou již popsány v kapitole 5.3. Parametr --path je povinný (neplatí
při výpisu nápovědy --help, -h)
--path, --old-path, --project, --pairs
Tyto parametry slouží k nastavení kombinací projektů, které se mají testovat. Pokud
je zadán pouze parametr --path, vytvoří se kombinace všech projektů ve složce (každý










, kde n značí počet pro-
jektů ve složce.
Pokud jsou zadány parametry --path a --old-path, zkombinují se projekty z jedné
složky s projekty z druhé složky. Celkem tedy vznikne n ∗ m kombinací, kde n je počet
projektů v první složce a m je počet projektů ve druhé složce.
Parametr --project společně s povinným parametrem --path vytvoří kombinace za-
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daného projektu s ostatními projekty ve složce. Počet kombinací je pak n − 1, kde je n
počet projektů ve složce.
Poslední kombinací parametrů pro určení testovaných dvojic projektů jsou parame-
try --path a --pairs. Konfigurační soubor zadán parametrem --pairs obsahuje názvy
konkrétních dvojic, které se mají testovat. Výsledný počet kombinací je pak roven počtu
dvojic v konfiguračním souboru.
Více o kombinacích je v kapitole 4.3
--output, --output2
Tyto parametry nastavují názvy výstupních souborů. Výsledky porovnávání se pak za-
pisují právě do těchto souborů. Pokud není parametr --output zadán, jsou výsledky vyp-
isovány na standardní výstup. Pokud je zadán parametr --output2, zapisují se zde výsledky
porovnávání na základě parametrů --leven2, --lcs2 a --freq2.
--com-leven, --leven, --leven2, --lcs, --lcs2, --freq, --freq2
Jak již bylo popsáno v kapitole 5.3, tyto parametry nastavují hraniční hodnoty porovnávání
pro výpis výsledků do výstupních souborů. Parametr --com-leven určuje hranici podob-
nosti komentářů, které se mají vypsat.
--ignore-comments, --ignore-identifiers
Parametry --ignore-comments a --ignore-identifiers nastavují konfigurační soubory,
které obsahují regulární výrazy komentářů, případně identifikátorů, které se mají vynechat
z porovnávání.
--min-tokens, --id-len
Parametr --min-tokens nastavuje minimální velikost sekvencí tokenů, které se mají porovná-
vat. Parametr --id-len nastavuje minimální velikost identifikátorů, které se mají porovná-
vat.
--diff
Tento parametr nastavuje, jak moc se mohou lišit svou velikostí dvě porovnávané sekvence
tokenů, tedy jejich maximální procentuální rozdíl.
--verbose
Jak již bylo zmíněno v kapitole 4.6, během porovnávání se může na standardní chybový
výstup vypisovat stav běhu programu. K tomu slouží parametr --verbose.
--log-stderr
Tento parametr zapisuje výstup na standardní chybový výstup také do zadaného souboru.
--generate-pairs
Posledním možným parametrem je parametr --generate-pairs. Pokud je zadán tento
parametr, vytvoří se kombinace dle ostatních parametrů (--path, případně ještě některý
z --old-path, --project), a vypíší se na standardní výstup, ve tvaru obsahu konfigu-




Příklad spuštění aplikace s nastavenými implicitními hodnotami parametrů je:
python3 bp.py --path folder --output out1 --output2 out2 --ignore-comments
ignore com --ignore-identifiers ignore ids
Výsledky se vygenerují do souborů out1 a out2, komentáře v souboru ignore com a iden-
tifikátory v souboru ignore ids se neporovnávají.
Příklad 2
Další příklad spuštění aplikace znázorňuje vlastní nastavení parametrů:
python3 bp.py --path folder --leven 65 --lcs 65 --freq 75 --diff 80
--min-tokens 15 --id-len 8
Výsledek je vygenerován na standardní výstup.
Příklad 3
Příklad spuštění programu pro vygenerování kombinací:
python3 bp.py --path folder --generate-pairs
Tento příkaz vygeneruje všechny kombinace projektů ze složky folder na standardní výstup




Cílem této práce bylo navrhnout a implementovat aplikaci pro porovnávání a následné
odhalení plagiátů zdrojových kódů v jazyce Python.
Pro tyto účely jsem vybrala tři porovnávací metody, které jsem pak v práci také použila.
Jedná se o metody Levenshteinovy vzdálenosti, nejdelší společné podposloupnosti a četnosti
tokenů. Kombinace těchto metod přinesla celkem dobré výsledky, i když bylo potřeba něko-
lika dalších úprav, aby výpočet programu netrval zbytečně dlouhou dobu.
Aplikace se dá nastavit několika parametry, z nichž jsou všechny konfigurovatelné, je
tedy možné zvolit parametry podle potřeb testování. Stejně tak je zde možnost nastavení
testování různých kombinací projektů.
I když má program dobré výsledky a při testování projektů z minulých let správně
odhalil, které z nich jsou plagiáty, není neomylný. Odhalení se lze vyhnout například spo-
jením několika funkcí dohromady, které se pak s originálními ani neporovnávají v rámci
úspory času (parametr --diff), nebo přeházením většího množství příkazů, s čímž si nepo-
radí porovnávací metody Levenshteinovy vzdálenosti a nejdelšího společného podřetězce.
Mohou se objevit také falešně pozitivní výsledky, což může být způsobeno např. špatným
nastavením parametrů.
Myslím si, že je aplikace užitečným nástrojem při detekci plagiátů, avšak stále je potřeba
manuální kontrola dosažených výsledků a následné rozhodnutí, zda se skutečně jedná o plag-
iát.
7.1 Možnosti dalšího vývoje
Možnost dalšího vývoje bych viděla například v přidání dalších porovnávacích metod. Ap-
likace by tak mohla být ještě přesnější a bylo by těžší upravit zkopírovaný kód tak, aby
nebyl odhalen. Samozřejmě by se musel vyřešit problém s rychlostí programu, jelikož každý
výpočet nějaké metody rychlost programu zpomaluje. Co se týče rychlosti, dalo by se také
naimplementovat paralelní porovnávání. To lze nyní nasimulovat tak, že se program spustí
vícekrát, s jinými kombinacemi projektů, a záleží pak na procesoru, jak se tím zvýší celková
rychlost.
Další možností vylepšení aplikace by mohlo být přidání podpory testování i zdrojových
textů jiných programovacích jazyků.
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Na přiloženém CD se nachází následující adresáře a soubory:
• doc - elektronická verze tohoto textu v PDF a zdrojové soubory v LATEXovém formátu
• src - zdrojové soubory aplikace a ukázky konfiguračních souborů
• lib - knihovny potřebné pro spuštění programu
• test - ukázka testovacích dat
• README.txt - textový soubor obsahující detailní informace o obsahu CD a použití
aplikace
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