Formal behavioral models are used in model-driven software development to analyze and reason about system behavior. While scenario-based models highlighting interprocess communication are closer to distributed system requirements, state-based models highlighting intra-process behavior are suitable for code generation. In this paper we present 'Footprinter', a tool which exploits the relative strengths of these two modeling styles in support of a roundtrip engineering approach from requirements, to test case generation and execution, to tracing test execution results back to requirements -enabling debugging of test execution failures at requirements level.
Introduction
Conventionally, two classes of behavioral models have been studied in model-driven software development -(a) state-based models such as Statecharts [3] which show a system as a composition of processes and highlight the behavior of each process via finite state machines (FSMs), and (b) scenario-based models such as High-level Message Sequence Charts (HMSC) which capture the global interprocess communication via interaction snippets called Message Sequence Charts (MSCs) [2] . While state-based models specify the intra-process control flow of various processes in a system and lead more directly to code generation, the scenario-based models are a more natural candidate for capturing the inter-process interactions specified informally in the initial distributed systems requirements.
In this paper, we exploit the distinct strengths of the two modeling styles within a round-trip engineering and validation methodology for distributed systems (see Figure 1) . Starting from the initial system requirements, which are generally written in natural language, we first obtain possible scenarios (MSCs) depicting the global interaction patterns among various processes, and then structure the scenarios into a HMSC to capture the intended flow. The traceability information linking requirement snippets with the corresponding MSCs (and events within) is also captured. However, (H)MSCs do not naturally lead to state-based de- For our purpose, we use Statecharts for specifying a statebased model using the Rhapsody [1] tool, which also supports automatic code generation. The generated code is, of course, only as sound as the Statechart model, and given the manual effort involved in designing the latter, testing the final implementation with respect to the original requirements forms a crucial part of our methodology. To enable this, user-defined test purposes are used to derive MSCbased test cases from the HMSC specification, and the test cases are then executed on code generated from Statecharts. Execution sequences from unsuccessful test cases are traced back to the HMSC specification and then to the original requirements to aid debugging. We now discuss our tool Footprinter, which is based on the preceding methodology. The dashed boundary in Figure 1 Figure 2 . Graphical-editor. The graphical editor enables a user to visually input a scenario-based requirements model as an HMSC. An HMSC is described as a directed graph having a unique start node. Each node in the HMSC graph corresponds to a MSC, which is also input by the user using the graphical editor. Further, graphical editor is used to specify a test-purpose MSC, which guides the test generation process in selecting interesting behavior(s) from a HMSC system model as test cases. Test case generation. The test-generator in Footprinter automatically generates test case(s) in the form of MSC(s) from a HMSC system model and a test-purpose MSC. The test generation involves exploring all paths in the HMSC graph up to a user specified depth bound. A path in the HMSC graph is reported as a test case if it contains all the test purpose events according to the partial order specified by the test purpose MSC, possibly interspersed with other events appearing in the system model. Further, during test generation, Footprinter embeds traceability information in the generated test cases. This information is embedded at the event level, mapping an event occurrence in a test case to the corresponding HMSC node. Test stub generator. Given a test case MSC M , user identifies various lifeline(s) 2 in M that represent the implementation or, system under test (SUT). The remaining (non-SUT) lifelines represent the environment of SUT. Footprinter then generates the tester stubs corresponding to the non-SUT lifelines. The traceability information contained in a test case MSC is also included in various tester stubs generated, enabling backward traceability of test execution results to original requirements for debugging failed tests.
Test execution and Traceability. The system under test (SUT) itself is obtained using the Rhapsody tool. We use Rhapsody to (a) construct a Statechart model of the requirements, and (b) automatically generate a C++ implementation of SUT from the Statechart model. The tester stubs derived by Footprinter (corresponding to a test case) are compiled and executed with SUT code generated from Rhapsody. The final test verdict is determined based on the test verdicts obtained from various tester-stubs during test execution. The possible test verdicts are-pass, fail, or inconclusive, which are assigned in accordance with the formal conformance relation ioco [4] .
During test execution, the tester stubs log event execution information, based on which Footprinter reconstructs and displays the (part of) test case MSC covered during execution. Further, due to the traceability information embedded in a test case, using Footprinter user can visualize the relationship between the executed events and the HMSC requirements model. Thus, in case of a test execution failure, the test execution results can be traced back to the original requirements (via the HMSC model), and consequently to the potential fault locations in an implementation. Limitations. Currently Footprinter only targets Rhapsody, which is a commercial tool. However, Footprinter can be easily adapted to other similar tools which can generate code (semi-)automatically from a state-based model -only tester stub generation needs to be modified in Footprinter.
