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1. Introducció 
El document que es presenta a continuació és la memoria del projecte de final de carrera 
titulat Disseny i implementació d'un motor intef./igent per al joc deIs Escacs. 
L'objectiu d'aquest apartat és el d'introduir la tematica del projecte i exposar les motivacions i 
objectius que han guiat la seva elaboració. 
Així dones, en el primer subapartat es presenten els objectius i motivació del projecte. En 
segon lIoc, es presenta de manera generica el joc deis escacs. En el tercer apartat es parla deis 
antecedents i s'exposa de manera breu la historia deis escacs per computador. Finalment, 
s'introdueix el context actual en el que es mouen els softwares d'escacs existents i la influencia 
que aquets tenen dins del món deis escacs en general. Els lectors que sapiguen que són els 
escacs i mínimament com s'hi juga es poden saltar el segon subapartat. Als que no, els hi 
recomano que lIegeixin primer el subapartat 2 i després procedeixin a la lectura deis 1,3 i 4. 
Aprofito també per comentar que, donada la tematica del projecte, apareixen durant el 
transcurs d'aquest text diversos termes molt específics que una persona no familiaritzada amb 
els escacs pot no entendre. Amb I'afany de que aixo no suposi un impediment per seguir el 
desenvolupament de les idees exposades s'ha annexat un glossari de termes al final del 
document al que es fa referencia sempre que s'utilitza algun terme que pot ser desconegut per 
a persones no iniciades en el joc en general o, més en concret, als escacs per computador. 
1.1 Objectius i motivació 
La principal motivació per portar a terme aquest projecte surt de la meya afició per el món deis 
escacs en general, tant com a seguidor com participant actiu en tornejos. Cap al final deis 
meus cinc anys a la universitat i a causa de les ganes de millorar en el joc, vaig comen~ar a 
utilitzar diferents programes d'escacs capa~os de derrotar tots ells sense gaires esfor~os a 
jugadors que porten anys d'estudi, entrenament i participació en tornejos. Era talla frustració 
experimentada en les successives derrotes al davant de I'ordinador que aviat hem vaig adonar 
de que segurament I'únic que hem podia proposar era entendre com s'engendra aquesta 
intel·ligencia, en cap cas intentar derrotar-la, almenys a curt pla~. Va ser lIavors qua n vaig 
comen~ar a documentar-me sobre les tecniques d'implementació de motors d'escacs' i a 
relacionar-les, si es que no ho havia fet abans, i contrastar-les amb tots aquells coneixements 
que havia apres en les assignatures de la branca d'intel·ligencia artificial. 
Un cop conven~ut de que aquella tematica m'interessava prou com per revalidar els meus 
estudis aprofundint en ella i donat que estava en consonancia amb aquells coneixements que 
més havia gaudit aprenent i en els quals m'havia especialitzat mitjan~ant els perfils(les 
branques d'lntel-ligencia Artificial i Enginyeria del Software) vaig redactar els objectius, a 
assolir amb el que es convertiria amb el meu Projecte de Final de Carrera, que detallo a 
continuació. 
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a) Estudiar I'estat de I'art de la implementació de sistemes inteHigents que juguen a escacs i 
avaluar els pros i contres de cadascuna de les tecniques objecte de I'estudi. 
Justificació: Aquest objectiu és fidel a I'aforisme No reinventis lo roda. El escacs i les 
tecniques per implementar software que jugui de manera competitiva al joc deis escacs 
han estat estudiad es ampliament per la InteHigencia Artificial, de fet s'estan estudiant des 
deis primers dies en que s'assentaren els fonaments de la mateixa. Sembla una bona 
elecció lIavors intentar no reexplorar camins infructífers o intentar seguir i/o ampliar 
camins o tendencies que han donat bon resultat. 
b) Implementació d'un motor d'inteHigencia que jugui com a mínim a un nivell igualo 
superior al del 70% de jugadors de club, és a dir, que tingui un ElO major o igual a 1900. 
Justificació: Si es fa una ullada rapida a les llistes d'ElO que mesuren el rendiment deis 
motors d'escacs existents es veura que amb aquesta condició no es garanteix pas que la 
majoria de motors existents no guanyin al que estem implementant. No obstant a aixo, cal 
tenir en compte que aixo és un mínim i no pas un maxim, és a dir, tol el que ens passem 
d'aquesta xifra sera ben arribat. El fet de que no s'hagi estat molt ambiciós a I'hora de fixar 
el rendiment mínim del motor intel'ligencia ve donat pel fet de que es vol aconseguir un 
sistema ben dissenyat, modular i extensible que pugui servir com a marc de treball per a 
molts experiments d'algorismes aplicats als escacs. Per tal d'aconseguir aixo, s'han de 
sacrificar esfor~os d'altres lIocs i un d'ells sera, de moment, la for~a efectiva que tenen 
altres motors d'escacs molt més monolítics. 
c) Implementació del protocol UCI(Universal Chess Interface). 
Justificació: Aquest objectiu, un cop assolit, permetra que I'usuari pugui interactuar amb 
el motor d'inteHigEmcia mitjan~ant una interfície grilfica amigable com pot ser la oferta pel 
programa gratu"it ARENA o la que equipa a la línia deis softwares comercials de 
CHESSBASE, per citar alguns exemples. Grades a aixo, s'obtindra un gran valor afegit per a 
I'usuari amb un cost molt baix de desenvolupament el que permetra focalitzar aquests 
guanys en el motor d'inteHigencia propiament dit. 
la següent figura, jf·lustra una partida home-maquina en la qual el jugador huma es 
comunica amb el jugador artificial mitjan~ant una interficie grafica que es comunica amb el 
motor d'inteHigenda utilitzant el protocol UCI. 
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Figura 1: Maneig del motor d'inteligencia desde una interfície d'usuari que implementa el protocol UCI. 
1.2 El ¡oc deIs escacs 
Els joc deis escacs és un joc de taula per a 2 jugadors molt conegut arreu del món. Més en 
concret, es classifica sovint com un joc de guerra descendent del chaturanga', del qual 
descendeixen també el xiangql(escacs xinesos) i el shOgi(escacs japonesos). Sovint es 
classifica també com un esport mental, una ciencia i un arto Tant és així, que I'any 1994 el 
senat espanyol va recomanar el seu ensenyament en els coHegis declarant-Io ciencia i esport. 
Arreu del món gaudeix també d'un reconeixement similar essent considerat disciplina 
esportiva a 156 paIsos. 
El joc es desenvolupa en un tauler quadrat de 8x8 caselles alternant-se caselles de color fosc 
amb caselles de color ciar on s'hi col·loquen inicialment 16 peces per equip amb diferents 
capacitat de moviment. Cada equip disposa de un Rei, una Dama, dos Alfils, dos Cava lis, dos 
Torres i 8 Peons. les peces acostumen a ser de color blanc per al primer jugador i de color 
negre per al segon. Es tracta d'un joc totalment racional en el sentit de que I'atzar no hi té una 
influencia directa. Tot i que es desenvolupa en un espai finit amb un número finit de peces, 
s'estima que el número possible de partides d'escacs(conegut com número de Shannon) és 
major que el número total d'atoms presents a I'univers. Aquest fet provoca que ni els millors 
mestres del món ni els programes més potents sigui n capa~os de calcular totes les 
contingencies que es poden donar durant el transcurs del joc 
El joc es desenvolupa alternant els torns d'ambdós jugadors on el que condueix les peces 
blanques disposa del primer donant-Ii un petit pero significatiu avantatge ja que s'ha estimat a 
partir d'estudis en bases de dades que contenen milions de partides jugades per jugadors d'alt 
nivell, que les peces blanques guanyen un 55% de les partides que acaben amb victoria 
d'algun deis dos jugadors enfront al 45% de victories amb les peces negres. 
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Una partida d'escacs pot acabar en taulesija sigui perque no queden suficients forces per 
guanyar la partida o bé perque s'hagi arribat a un acord) o bé en victoria de un deis dos 
bandols ja sigui perque s'ha donat escac i mar'" al rei contrari, perque el rival abandona la 
partida o bé perque se Ii ha acabat al temps. A part, des del 2005, el jugador al qualli soni el 
teleton mobil durant el transcurs de la partida també la perdra immediatament. A diferencia 
del que passa sovint en les partides d'aficionats, la majoria de partides que es guanyen no es 
guanyen per escac i mat sin6 per abandonament del rival a causa de que la majoria de 
jugadors experimentats abandonen qua n la derrota és imminent i obvia. 
1.2.1 Regles deIs escacs 
1.2.1.1 Proposít 
L' objectiu central del joc per a cadascun deis dos jugadors és la captura del rei rival. La captura 
no s'arriba a materialitzar mai pero qua n el rei és atacat per el rival i no té manera de 
defensar-se de la captura que s'esta amena~ant es diu que el rei esta en escac i mat i s'acaba 
immediatament la partida, guanyant-Ia el jugador que ha fer I'escac i mato 
1.2.1.2 Comen¡:ament del joc 
El joc comen~a amb les peces col-locades de la següent manera: 
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Inicialment, el primer moviment el fan les peces blanques i a continuaci6 es van alternant el 
jugador negre i el jugador blanc fent un moviment cada cop que tenen el torno Els jugadors no 
poden passar, és a dir, quan tenen el torn estan obligats a moure una i només una pe~a. 
1.2.1.3 fugant la partida 
Un moviment consisteix en col·locar una pe~a en una casella diferent seguint les regles de 
moviment següents: 
És la pe~a més valuosa de que es disposa. La perdua del rei su posa perdre la partida. Es pot 
moure en totes les direccions(horitzontal,vertical i diagonal) pero només una casella per 
moviment(exceptuant el moviment especial d'enroc): 
Si una de les caselles a les que es pot moure esta ocupada per una pe~a rival no protegida la 
pot capturar. 
L'enroc és un moviment especial on hi participen el rei i una torre que es pot portar a terme si 
es compleixen les següents condicions: 
• El rei no s'ha mogut en tota la partida 
• La torre que participa I'enroc no s'ha mogut en tota la partida 
• El rei no es troba en Escac 
• Totes les caselles entre la torre i el rei abans d'enrocar han d'estar buides. 
• La casella situada entre la casella origen i la casella destí del rei no pat estar atacada 
• La casella destí no pot estar atacada 
Si es compleixen totes aquestes condicions es pot fer el moviment d'enroc que consiste ix en 
que el rei es mou dues caselles horitzontalment en direcci6 a la torre i aquesta va a parar a la 
casella just després del rei(saltant-Io): 
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~s la pe~a més poderosa. Pot moure's en totes les direccions(horizontal,vertical i diagonal) 
tantes caselles com vulgui. Com a contrapartida no pot saltar peces durant els seus 
moviments. Pot capturar les peces del contrari que toqui amb un sol moviment sense saltar 
peces seves ni del rival. 
Es pot moure en sentit vertical i horitzontal tantes caselles com es vulgui. No pot saltar altres 
peces encara que sí pot capturar les peces del contrari que s'interposin en el seu moviment: 
Es mou en diagonal tantes caselles com es vulgui. A causa del seu ti pus de moviment es mou 
sem pre per caselles del mateix color: 
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~s la pe~a que presenta el moviment més estrany podent saltar peces i movent-se en línies no 
rectes. Si considerem les files i les columnes del tauler eixos d'un sistema de coordenades en el 
pla, els moviments possibles que presenta el cavall corresponen a un deis següents vectors de 
despla~ament: (2,1),(1,2),(-2,1),(-1,2),(-2,-1),(-1,-2),(2,-1),(1,-2) que de manera grafica es veuen 
aixi: 
El peó presenta dos tipus de moviments: el d'avan~ i el de captura. El d'avan~ es fa sempre en 
direcció frontal i cap amunt respecte de la posició inicial del seu rei. En cas de que estigui en la 
seva casella d'origen pot avan~ar una o dues caselles. Des de les altres caselles pot avan~ar 
només una casella cap amunt. En el cas de que el peó arribi a la vuitena fila es transforma en 
Dama,Cavall,Alfil o Torre. 
El moviment de captura es fa en diagonal i cap amunt(només una casella): 
Promoció a Dama,Torre,Alfil 
o Cavall 
Queda per comentar un moviment especial que és la captura en passant. Aquesta captura es 
dóna qua n tenim un peó en cinquena fila i just en el torn anterior el contrari ha mogut un peó 
en una de les dues caselles que estan al costat del nostre peó. En aquest cas es pot capturar de 
la següent manera: 
Únic cas en que es captura 
ocupant una casella diferent a la 
de la pe~a capturada. En aquest 
cas el peó negre desapareix. 
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1.2.1.4 Escac 
Es diu que el rei esta en escac quan una pe~a del bandol contrari esta amena~ant atacar-lo 
pero pot escapar-se d'aquest ataco Existeixen tres maneres d'escapar-se de I'escac: 
• Capturar la pe~a atacant 
• Bloquejar la Ifnia d'atac 
• Escapar de la zona d'atac 
El rei no es pot moure en una casella on estigui en escac i no es pot fer cap altre moviment que 
el deixi en escac(i.e. moure una pe~a propia que estava tapant I'atac d'una pe~a rival). 
1.2.1.5 Escac i mat 
Aquest és, en última instancia, I'objectiu final de cada un deis jugadors: donar escac i mat al rei 
contrar;' 
Quan el rei esta sota I'amena~a de ser capturat en la proxima jugada i no es pot fer res per 
evitar-ho es diu que el rei esta en escac i mat i es perd automaticament la partida. 
1.2.1.6 Taules per ofegat 
Aquesta situació es dóna quan el bandol que té el torn no pot realitzar cap jugada legal i no es 
troba en escac. En aquest moment la partida es declara taules. La següent posició, en la qual 
els hi toca moure a les negres, és un exemple de tauler per ofegat: 
1.2.1.7 Control de temps 
Cadascun deis jugadors disposa d'un rellotge que comptabilitza el temps que Ii queda i que 
només corre quan és el seu torno Si a algun deis dos jugadors se Ii acaba el temps perd la 
partida. 
1.2.1.8 Victoria 
Un jugador guanya la partida quan aconsegueix donar escac i mat al rei rival o bé qua n el rival 
abandona. 
1.2.1.9 Taules 
La partida pot acabar en taules(empat) per un deis següents motius: 
• Rei ofegat 
• Acord entre els dos jugadors 
• Final de partida de Rei + Rei 
• Final de partida Rei + Rei + 1 pe~a menor(1 alfil o un cavall) 
16 
1.3 Historia deIs escacs per computador 
En aquest apartat farem un repas deis moments histories més importants que han viscut els 
escacs per computador. 
El primer intent documentat de crear un automat que jugués als escacs va apareixer amb El 
Turc. Amb aquest nom es bateja a I'enginy introdu"it a Europa cap a finals del segle XVIII per 
part de I'inventor búlgar Wolfgang von Kempelen . Tot i que aquell enginy jugava molt bé, 
després d'uns quants anys de la seva presentació es va descobrir que era un frau i que les 
jugad es, enlloc de fer-Ies I'automat, les feia un mestre d'escacs molt petit que s'amagava a 
dins de la maquina utilitzant una iHusió optica causada per la distribució deis seus 
compartiments. 
Figura 2: Dibulx de I'automat anomenat El TUTe 
No fou fins el 1912 que no aparegué el primer automat que realment era capa~ de jugar als 
escacs. En realitat només havia estat dissenyat per poder jugar un final de partida" de torre i 
rei contra rei pero era capa~ de guanyar aquest final fos quina fos la posició inicial encara que 
el seu joc no sempre era optim(i.e. no donava escac i mat amb el mínim número de jugades 
teoric). A continuació es presenta una fotografia on es pot veure aquest invent que funcionava 
a partir d'un automat d'estats finits implementat amb mitjans mecanics i que movia les peces 
a partir d'un joc d'imans. 
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Figura 3: Fotografia de I'automat de Quevedo. 
Fruit deis seus treballs pioners en el camp de la intel·ligE!Ocia artificial, Alan Turing publica I'any 
1947 la primera especificació d'un programa informatic capa~ de jugar als escacs. Dos anys 
més tard, Claude Shannon publica un article que descriu com programar una computadora per 
resoldre problemes de mat en dues jugades. Així mateix en aquest article proposa algunes 
millores per tal de restringir el número de combinacions possibles buscades per un programa 
que juga a escacs. Més tard, a I'any 1950, Turing escriu el primer programa complet per jugar a 
escacs encara que no és fins I'any 1956 que es veu un programa jugant a una versió redu'ida 
deis escacs(tauler de 6x6) corrent a I'ordinador MANIAC 1. 
l'any 1957 marca un punt d'inflexió ja que per primer cop es programa una computadora per 
que pot jugar una partida completa d'escacs. El seu creador va ser el programador d'IBM i 
jugadors d'escacs Alex Brenstein. El programa corria a sobre de la computadora IBM 704, una 
de les últimes que va funcionar amb valvules de buit. 
Durant I'any 1958, per primer cop una computadora guanya a un huma en una partida 
d'escacs, la partida es va jugar contra un secretari al qual s'havia ensenyat a jugar a escacs una 
hora abans de la partida. Al 1959, uns quants programadors d'escacs pronostiquen que cap al 
1970 el campió d'escacs sera una computadora, un enunciat for~a optimista per el que es va 
acabar donant en la realitat. 
Al 1966, un programa d'escacs desenvolupat a la unió sovietica guanya a un altre desenvolupat 
a la universitat d'Standford a sobre d'un IBM 7090 en plena guerra freda, fet que no agrada 
gaire al govern d'Estats Units provocant que durant els proxims anys inverteixi grans sumes de 
diners en aquesta area. Així I'any 1967 apareix ja el primer programa que guanya a un jugador 
d'escacs en el campionat de I'estat de Massachussets. 
l'any 1968, el mestre internacional David levy s'aposta 3000$ amb John McCarthy a que cap 
computadora el guanyara amb 10 anys. Aquesta aposta la guanya David levy. 
l'any 1970 es funda el primer torneig d'escacs de computadores que guanyara el programa 
CHESS 3.0. l'any 1971 l' Institute o[ Control Science de Moscou crea el programa KAISSA 
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utilitzant un computador angles. Al 1974 aquest mateix programa guanya un torneig de 
computadores organitzat a Estocolm. 
L'any 1976, CHESS 4.5 guanya la segona categoria del torneig Paul Masson de California. El seu 
ELO' promig fou de 1950. 
Al 1977 apareix CHESS CHALENGER, la primera microcomputadora que juga a escacs i es funda 
la ICCA(lnternational Chess Association) composta per uns 400 membres. Amb I'aparició el 
mate ix any del programa CHESS 4.5 es dóna un altre salt qualitatiu ja que aquest programa 
guanya l'Open de Minnesota guanyant 5 de les 6 partides jugades i registrant una nova marca 
d'ELO promig pel que fa a computadores: 2271. En aquest torneig, Stemberg es converteix en 
el primer jugador de primera categoria en ser derrotat per una computadora. Aquest mateix 
any, Michael Stean es converteix en el primer Gran Mestre en perdre contra un ordinador. 
A la decada deis 80, també es batran noves marques: el programa HITECH arriba a un rating de 
2530 I'any 1985 i I'any 88 apareix DEEP THOUGHT(Predecessor de DEEP BLUE) capa~ 
d'analitzar 2 milions de posicions per segon guanyant en un match al mestre internacional 
David Levy. També s'enfronta contra Kasparov que guanya el match sense gaires problemes. 
Durant la primera part de la decada deis 90 els ordinadors guanyen molt terreny en les 
partides amb controls de temps curts(és sabut que com més curta és la partida, més avantatge 
té en principi I'ordinador): Fritz 2 i Fritz 3 guanyen a Kasparov en partides de 5 minuts i DEEP 
THOUGHT guanya a Judit Polgar en una partida de mitja hora. 
Els problemes reals comencen amb I'aparició de DEEP BLUE, un software desenvolupat per 
IBM a sobre d'un supercomputador molt potent amb hardware dissenyat específicament per 
el domini deis escacs. El febrer del 96 s'hi enfronta Garry Kasparov, en aquell moment campió 
del món, que en aquesta primera ocasió guanya el match per 4-2. Tot i que Kasparov es salva 
de la derrota, és el primer cop que un campió del món perd contra un ordinador jugant en 
condicions de torneig normals. 
L'any 97 Kasparov dóna la revenja a I'equip de programadors de DEEP BLUE i en aquesta ocasió 
no Ii va tant bé com la primera vegada, perd el match marcant un punt d'inflexió 
importantíssim : Per primer cop el campió del món d'escacs perd un match contra una 
maquina. 
Des d'aquest moment fins a avui en dia, els programaris que juguen i analitzen partides 
d'escacs s'han consolidat com una eina indispensable per els jugadors d'alt nivell permetent 
que aquests es puguin entrenar contínuament contra un contrincant fortíssim i inesgotable, és 
a dir, s'ha donat per perduda la batalla i s'ha passat a veure I'ordinador com una eina 
d'entrenament. Segons el campió del món Kramnik, la batalla home-maquina és una batalla 
perduda. 
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2. Estat de l'art deIs escacs per computador 
2.1. Algorismes de cerca 
Donat que, amb els coneixements que es tenen en I'actualitat, és impossible avaluar posicions 
de manera perfecte, els programes tenen que utilitzar algorismes de cerca per tal de poder 
jugar raonablement bé als escacs. Un algorisme de cerca consisteix en mirar algunes de les 
seqülmcies de possibles moviments futurs avaluant les posicions després deis moviments de 
les mateixes i concloent quina és la millor jugada. 
Shannon, en els seus estudis pioners en aquest camp, va identificar dues famílies principals 
d'algorismes de cerca: 
• Algorismes de tipus A: També anomenats algorismes de for~a bruta, la seva essencia 
basica consisteix en explorar totes les variants existents en un arbre de cerca d'una 
certa profunditat. 
• Algorismes de tipus B: Familia formada per algorismes de cerca selectiva que exploren 
només les branques més prometedores de I'arbre de cerca. 
Influenciats per els experiments fets pel psicoleg Adriaan de Groot, que empíricament serviren 
per fer una aproximació deis processos cognitius involucrats en I'analisi de posicions d'escacs, 
Shannon i altres investigadors pioners es van inclinar inicialment per els algorismes de tipus B. 
No obstant, des de I'aparició els anys 70 deis primers ordinadors raonablement potents, els 
algorismes de tipus A han dominat als de tipus B fins avui. Així, la majoria de programes 
existents en I'actualitat utilitzen I'estrategia de tipus A amb, aixo sí, algunes pinzellades de la 
filosofia deis algorismes de tipus B. 
En aquest apartat es descriuran els algorismes més importants de la familia de tipus A pel que 
fa a la cerca de la millor jugada respecte d'una funció d'avaluació donada, deixant per a 
I'apartat 2.3 algunes de les optimitzacions existents per a aquests algorismes. 
2.1.1. Minimax 
En el context de la teoria de jocs, I'algorisme Minimax és un sistema de presa de decisions en 
jocs amb adversari de suma zero(i.e. el guany d'un jugador és equivalent a les perdues del seu 
rival) sobre el qual és fonamenten algorismes més sofisticats. La seva utilitat principal és la de 
determinar la puntuació de cadascuna de les jugades disponibles en una posició donada 
després d'un determinat número de moviments considerant un joc perfecte deis dos 
adversaris. 
A nivell teoric, si féssim una cerca exhaustiva no limitada per la profunditat arribaríem només a 
posicions terminals amb tres valors diferents: 1 victoria, O empat, -1 derrota. No obstant, el 
que passa a la practica és que els factors de ramificació mitjos deis jocs corrents són prou alts 
per a que les maquines més potents es quedin co¡'¡apsades amb aquest tipus de calcul fent 
necessaria una solució menys ambiciosa. Davant d'aquesta necessitat, aparegué I'algorisme 
MiniMax amb profunditat limitada, les propietats del qual són les següents: 
• Pertanya la família d'algorismes Depth First(Profunditat prioritaria) 
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• UtiJitza molt poc espai en memoria, essent aquest lineal respecte de la profunditat 
límit de la cerca(A I'apartat 2.3.1 es descriu una tecnica que permet aprofitar la gran 
quantitat de memoria RAM disponible en els ordinadors actuals). 
• És molt costós en temps: la seva complexitat és exponencial respecte a la profunditat 
de la cerca, d'aquí que aquesta s'hagi de limitar per aconseguir la factibiJitat de 
I'algorisme en la practica. 
A continuació es descriu I'algorisme amb pseudocodi mitjan~ant dues funcions recursives que 
representen el comportament de cadascun del jugadors: Max(que intenta maximitzar la funció 
d'avaluació) 1 Min(que intenta minimitzar-la). 
Funeió Max(pos:POSICIO,prof:ENTER): retorna ENTER 
vars max,puntuacio:ENTERi 
fvars 
si (prof=O)v(EsTerminal(pos)) llavors 
retorna heurístic(pos); 
fsi 
max : = _00; 
pereada fill E fills (pos) fer 
puntuacio:= Min(fill,prof-l); 
si (puntuacio > max) llavors 
rnax:=puntuaciOi 
fsi 
fpereada 
retorna max¡ 
FFuneió 
Funeió Min(pos:POSICIO,prof:ENTER): retorna ENTER 
vars max,puntuacio:ENTERi 
fvars 
si (prof=O)v(EsTerminal(pos)) llavors 
retorna heurístic(pos); 
fsi 
min := +00; 
pereada fill E fills (pos) fer 
puntuacio:= Max(fill,prof-l); 
si (puntuacio < min) llavors 
min:=puntuacio; 
fsi 
fpereada 
retorna mini 
FFuneió 
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El següent diagrama iI·lustra un exemple d'execució de I'algorisme que acabem de descriure. 
Les rodones representen les decisions del jugador Max mentre que els quadrats representen 
les del jugador Min. Els valors de les fulles que es van propagant cap a I'arrel són els retornats 
per la fundó heurística: 
Donat que els escacs és un joc de suma zero, es compleix que 
heurístic(pos,puntDeVistaBlanques) = - heurístic(pos,puntDeVistaNegres). 
Aprofitant aquesta propietat, es pot reescriure I'algorisme anterior utilitzant només una funció 
que es crida a ella mateixa coneguda popularment com NegaMax. El comportament d'aquest 
algorisme és idimtic a I'anterior amb la diferencia de que la seva representad6 és més 
compacta. Notar que en la versió Minimax la fundó heurística sempre retornava la puntuació 
des del punt de vista de Max(i.e peces blanques) i en canvi la versió NegaMax retorna la 
puntuació des del punt de vista del jugador que té el torno 
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I!UnCi6 NegaMax(pos:POSICIO,prof:ENTER): retorna ENTER 
vars max,puntuacio:ENTER; 
fvars 
si (prof=O) v (EsTerminal (pos)) llavors 
retorna heurístic(pos); 
fsi 
max := -00; 
percada fill E fills (pos) fer 
puntuacio:= -NegaMax(fill,prof-l); 
si (puntuacio > max) llavors 
max:=puntuaciOi 
fsi 
fpercada 
retorna rnax¡ 
LnCi6 __ --- ----- ---------
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2.1.2. Algorisme MiniMax amb poda Alpha-Beta 
Aquest algorisme és una mUlora substancial de I'algorisme MiniMax que presenta un estalvi 
significatiu per el que fa a la complexitat en temps de I'algorisme. S'estima que si I'algorisme 
minimax té una complexitat O(bn ), I'algorisme alphabeta pot arribar a una complexitat optima 
de O(.,fbñ). A més a més, aquest estalvi s'aconsegueix sense sacrificar de cap manera la 
fiabilitat de la puntuaci6 resultant. 
La seva idea principal és la següent: si tenim un moviment prou bo i estem buscant alternatives 
a aquest moviment, n'hi ha prou amb trobar una refutaci6 per cadascuna d'aquestes 
alternatives, no cal trobar la millor refutaci6 per a cadascuna d'elles. 
L'estalvi real que faci de temps aquest algorisme vers I'algorisme Minimax depen molt de la 
ordenaci6 de jugades essent optim qua n s'exploren les millors jugades en primera instancia. En 
el cas pitjor, quan es seleccionin les jugades en ordre decreixent de dolentes, I'algorisme 
trigara el mateix que I'algorisme minimax. Evidentment no sempre sera possible explorar les 
millors jugades ja que si f6ssim capa~os d'aixo no caldria cap algorisme per saber quina és la 
millor jugada. De tota manera ajudaran molt a aquest comes les millo res descrites als apartats 
2.3.1,2.3.5 i 2.3.6 augmentant significativament el rendiment d'aquest algorisme. 
A continuació es presenta el pseudocodi corresponent a I'algorisme alphabeta utilitzant el 
marc de treball negamax per tal de que sigui més compacte en notaci6: 
l~ei6 AlphaBeta (~os: POSICIO, a-lpha: ENTER, beta: ENTER,prof: EN~ER) l 
I ~ retorna ENTER 
vars puntuació:ENTER; 
fvars 
si (prof=O)v(EsTerminal(pos» llavors 
retorna heurístic(pos); 
fsi 
pereada fill E fills (pos) fer 
puntuacio:= -AlphaBeta(fill,-beta,-alpha,prof-l); 
si (puntuació ~ beta) llavors 
retorna beta; 
fsi 
si (puntuació > alpha) llavors 
alpha:=puntuació; 
fsi 
fpercada 
retorna alpha; 
FFunei6 
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En la següent figura es pot veure un exemple d'execuci6 de I'algorisme. Els quadrats 
representen nodes MAX i les rodones nodes MIN. Els nodes ombrejats en gris representen 
fulles/branques que no calen ser explorades a causa de que s6n podades. Notar que si es 
canviés I'ordre d'exploració les podes que es produirien serien unes altres: 
MIli! 
MIli! 
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2.1.3. Profunditat Iterativa 
Des deis inicis de la investiga ció en algorismes de cerca, la tecnica de la profunditat iterativa va 
ser identificada com una tecnica robusta i funcional de gestionar el temps utilitzat per les 
cerques. La idea es ben senzilla, donat que a priori no se sap quan de complex sera I'arbre de 
cerca es comen~a buscant des de I'arrel de I'arbre a profunditat 1, després es busca a 
profunditat 2, després a profunditat 3 i així successivament fins que s'acaba el temps moment 
en el qual es retorna el resultat de la cerca més profunda del qual s'espera que sera el més 
fidedigne. 
A priori, un deis defectes que aquesta tecnica pot tenir resulta obvi i és la perdua del temps 
invertit en fer cerques de profunditat inferior a la profunditat final a la que s'arriba. No 
obstant, aquest argument es pot refutar amb facilitat per els següents motius: 
• EIs algorismes utilitzats en la cerca són de complexitat exponencial. Suposem que el 
factor de ramificació mig(Le. la base de la funció exponencial) és 50 i suposem també 
que s'ha arribat a una cerca de profunditat 10 que ha trigat 15000 ms. La següent taula 
conté una estimació del que hauria trigat cadascuna de les cerques a profunditat 
inferior: 
Profunditat Temps(ms) 
9 300 
8 6 
7 0,12 
6 0,0024 
5 0,000048 
4 0,00000096 
3 1,92E·08 
2 3,84E-1O 
1 7,68E-12 
Suma 306,122449 
2% 
Tot i que no ha demostrem amb el rigor d'una demostració analítica, es pot veure que 
les cerques de profunditat inferior sempre representaran un percentatge molt petit 
del temps invertit en la cerca de profunditat maxima i que per tant és possible 
despreciar aquesta perdua de temps. 
• En segon lIoc, qua n hem parlat de I'algorisme alphabeta s'ha vist que el rendiment 
d'aquest algorisme és optim quan s'exploren primer els millors moviments. Gracies a 
I'algorisme de profunditat iterativa i altres millores que discutirem més endavant com 
ara la taula de transposicions i el History Heuristic s'aconsegueix que I'ordenació de 
moviments sigui més optima via I'aprofitament de la informació obtinguda en cerques 
de profunditat inferior. 
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El següent fragment de pseudocodi, iHustra la mecanica seguida de I'algorisme de profunditat 
iterativa: 
Funció Proflterativa(): retorna ENTER 
vars valor,prof:ENTER; 
fvars 
prof:=l; 
fer 
valor:=buscar(prof); 
prof:=prof-l; 
mentre ,TempsAcabat 
retorna valor; 
FFunció 
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2.2. Representació de posicions 
2.2.1. BitBoards 
Una de les peces claus per a qualsevol software d'escacs és la representació de posicions, és a 
dir, el metode o estructura que s'utilitza per representar una situació arbitraria de les peces 
en el taulell d'escacs juntament amb altre informació rellevant, com per exemple, el jugador al 
qual li toca moure en el torn actual. Existeixen varies alternatives per a representar posicions 
essent una de les més compactes i utilitzada avui en dia la tecnica deis BitBoards. 
Aquesta tecnica es fonamenta en una representació centrada en les peces(enfront a altres que 
es centren en la casella) que utilitza N paraules de 64 bits. El fet de que el tamany de les 
paraules sigui 64 no és arbitrari sinó que coincide ix amb el número de caselles que té un tauler 
d'escacs. Així doncs, cada paraula representa un subconjunt del conjunt finit format per totes 
les caselles del tauler. Un 1 a la posició ; de la paraula indica que la casella pertany al 
subconjunt i un O indica el contrario Havent arribat aquí es pot observar que el que necessitem 
per representar un tauler és una paraula per a cada ti pus de pe~a t i color c de manera que la 
relació de pertinen~a de la casella ; al subconjunt representara el fet de que existeix una pe~a 
de tipus ti color e a la casella ; del tauler. El següent exemple iI·lustra millor aquest concepte 
servint-se de la posició inicial del joc: 
Figura 1: Posició Inicial en el Joc deis escacs 
A continuació es detallen els valors que tindrien les paraules que representen a la posició 
anterior: 
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Representació de la posició inicial amb 12 BitBoards 
Peons Blancs Cava lis Blancs Dames Blanques 
O O O O O O O O O O O O O O O O O O O O O O O O 
O O O O O O O O O O O O O O O O O O O O O O O O 
O O O O O O O O O O O O O O O O O O O O O O O O 
O O O O O O O O O O O O O O O O O O O O O O O O 
O O O O O O O O O O O O O O O O O O O O O O O O 
O O O O O O O O O O O O O O O O O O O O O O O O 
1 1 1 1 1 1 1 1 O O O O O O O O O O O O O O O O 
O O O O O O O O O 1 O O O O 1 O O O O 1 O O O O 
Peons Negres Cava lis Negres Da mes Negres 
O O O O O O O O O 1 O O O O 1 O O O O 1 O O O O 
1 1 1 1 1 1 1 1 O O O O O O O O O O O O O O O O 
O O O O O O O O O O O O O O O O O O O O O O O O 
O O O O O O O O O O O O O O O O O O O O O O O O 
O O O O O O O O O O O O O O O O O O O O O O O O 
O O O O O O O O O O O O O O O O O O O O O O O O 
O O O O O O O O O O O O O O O O O O O O O O O O 
O O O O O O O O O O O O O O O O O O O O O O O O 
Torres Blanques Alfils Blancs Reis Blancs 
O O O O O O O O O O O O O O O O O O O O O O O O 
O O O O O O O O O O O O O O O O O O O O O O O O 
O O O O O O O O O O O O O O O O O O O O O O O O 
O O O O O O O O O O O O O O O O O O O O O O O O 
O O O O O O O O O O O O O O O O O O O O O O O O 
O O O O O O O O O O O O O O O O O O O O O O O O 
O O O O O O O O O O O O O O O O O O O O O O O O 
1 O O O O O O 1 O O 1 O O 1 O O O O O O 1 O O O 
Torres Negres Alfils Negres Reis Negres 
1 O O O O O O 1 O O 1 O O 1 O O O O O O 1 O O O 
O O O O O O O O O O O O O O O O O O O O O O O O 
O O O O O O O O O O O O O O O O O O O O O O O O 
O O O O O O O O O O O O O O O O O O O O O O O O 
O O O O O O O O O O O O O O O O O O O O O O O O 
O O O O O O O O O O O O O O O O O O O O O O O O 
O O O O O O O O O O O O O O O O O O O O O O O O 
O O O O O O O O O O O O O O O O O O O O O O O O 
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2.3 Optimització de l'algorisme de cerca 
2.3.1 Taules de transposició 
2.3.1.1 Idea general 
Aquesta tecnica s'utilitza per millorar el rendiment de la cerca. La seva idea fonamental és no 
buscar posicions que ja hem buscat i que es repeteixen a causa del fenomen de transposició. 
La transposició de posicions es dóna quan apareix una posició que ja havia aparegut abans 
amb una seqülmcia de moviments diferents. Per exemple la seqüencia de moviments l.e4 eS 
2.Cf3 Cc6 porta a la mateixa posició que l.Cf3 Cc6 2.e4 eS. Un algorisme de cerca com ara 
I'alphabeta sense utilitzar taula de transposicions busca una posició repetida com si no 
I'hagués buscat abans amb la disminució de rendiment que aixo suposa. 
Per evitar les recerques de posicions que hem vist abans s'utilitza una taula gran indexada per 
un algorisme de hashing on es guarda per a cada posició que es busca una signatura, el valor 
de la posició buscada, la profunditat a la qual s'ha buscat, la millor jugada des d' aquesta 
posició, i un atribut que indica la precisió de la puntuació emmagatzemada. Quan anem a 
buscar una posició el primer que mirem és si ja ha estat buscada amb una profunditat superior 
o igual a la profunditat que estem buscant ara i en cas afirmatiu, es retorna el valor 
emmagatzemat en 1I0c de continuar la cerca. 
A part d'evitar recerques inútils, aquesta tecnica també aporta beneficis addicionals als 
algorismes de la família alphabeta, on I'ordenació deis moviments és fonamental. Donat que 
per a cada posició emmagatzemem el seu millor successor, en la següent iteració de cerca(dins 
de I'algorisme de profunditat iterativa) el primer moviment que es provara és el millor 
moviment de la iteració anterior. 
2.3.1.2 Algorísme de Zobrist 
Per tal de disposar d'una taula de transposicions, el primer que necessitem és un algorisme 
eficient de hashing que, donada una posició, ens retorni un índex on guardar la posició a la 
taula. L'algorisme més conegut per a aquest proposit és I'algorisme de Zobrist. Aquest 
algorisme es pot dividir en dues fases: la fase d'inicialització i la fase de cbmput de la clau. La 
fase d'inicialització només cal que s'executi un cop i consisteix en omplir una taula de paraules 
de 64 bits indexada per casella, tipus de pe~a i color de la pe~a de tamany 64*6"2=768 
paraules. Cada casella d'aquesta taula s'inicialitza senzillament amb un número aleatori de 64 
bits. Un cop tenim aquesta taula precalculada, en temps d'execució I'algorisme de calcul de la 
clau actual és el següent: 
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Funeió Zobrist(pos:POSICIO,taula:TAULA ZORBIST) 
retorna PARAULA64BITS -
vars resultat:PARAULA64BITS; 
fvars 
resultat:=O; 
pereada pe9a E peces (POSICIO) fer 
resultat:=resultat XOR taula[tipus(pe9a ), 
color (pe9a) , 
casella(pe 9a)]; 
fpereada 
retorna resultat; 
FFuneió 
Tot i que I'algorisme s'ha presentat en la seva versió total, donat que la funció XOR compleix la 
propietat que a XOR b XOR b = a, la clau de Zobrist es pot anar calculant de manera 
incremental a mesura que es van fent i desfent els moviments. Aquest algorisme té unes 
propietats que el fan ideal per al proposit d'indexar posicions com per exemple el fet de que 
dues posicions molt semblants tenen claus de Zobrist totalment diferents. 
Vist tot aixo queda un petit detall a comentar: amb una clau de 64 bits es genera un número 
de combinacions enorme i que, per tant, és impensable tenir una taula d'aquest tamany. El 
que es fa per arreglar aquest problema es retornar I'índex modul el número d'elements de la 
taula. 
2.3.1.3 Escriptura de posicians 
A I'hora de guardar la informació d'un node o posició que s'ha buscat, es poden donar tres 
casuístiques diferents: 
al Que el valor que es vol guardar sigui una fita superior del valor real de la posició: 
Aquest cas es dóna quan s'han explorat tots els fills de la posició i no n'hi ha cap 
que superi el valor del parametre alpha(aixo només es pot donar si estem 
treballant amb I'algorisme alphabeta o amb algún derivat seu com ara el PVSl. 
bl Que el valor que es vol guardar sigui el valor exacte de la posició. Aquest cas es 
dóna quan el valor retornat es major que el parametre alpha i menor que el 
parametre beta. 
cl Que el valor que es vol guardar sigui una fita inferior del valor real de la posició: 
Aquest cas es dóna quan s'han explorat tots els fills de la posició i se n'ha trobat un 
el valor del qual supera el valor de beta. 
El fet de que es puguin donar aquestes tres casuístiques ens obliga a que quan guardem la 
posició haguem de guardar un flag que indiqui de quin tipus de node es tracta. 
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El següent fragment de codi iI·lustra les idees que hem discutit sobre l' escriptura de posicions: 
-- - --- -- ----- ------- -- -- ---- ---
I
ACCi6 GuardaPos(pos:POSICIO,prof:ENTER,alpha:ENTER,beta:ENTER,valor:ENTER, 
clau:PARAULA64BITS,taula:TAULA TRANS,rnmov:MOVIMENT) 
I si(valor~alpha) llavors -
taula[clau mod num_elemsJ :=element(pos,prof,alpha,rnmov,F_SUPERIOR); 
sino si(valor<beta) llavors 
taula[clau mod num_elemsJ :=element(pos,prof,valor,rnmov,EXACTE); 
sino 
taula[clau mod num_elemsJ :=element(pos,prof,beta,rnmov,F_INFERIOR); 
I fsi; 
, FAcci6 
L 
---
2.3.1.4 Lectura de posicions 
En aquest apartat discutirem la logica algorísmica que hi ha al darrere de la recuperació de 
dades de posicions guardades a la taula de transposicions. 
r----- --- - ----- - --- --- -- - ----
Acci6 RecordaPos(pos:POSICIO,prof:ENTER,alpha:ENTER,beta:ENTER, 
I 
clau:PARAULA64BITS,taula:TAULA_TRANS,sortida valor:ENTER, 
sortida rnmov:MOVIMENT) 
vars prof2,valor2,rnmov2,tip node:ENTER; 
I 
fvars -
LlegirPos(clau,prof2,valor2,rnmov2,tip node); 
si(valor2 = NO_TROBAT) llavors -
valor := NO_TROBAT; 
rnmov := NO_TROBAT; 
sino 
rrunov "= rnmov2¡ 
valor:=NO TROBAT; 
si(prof ~-prof2) llavors 
si (tip_node=F_SUPERIOR A valor2~alpha) llavors 
valor:=alpha; 
I 
fsi 
FAcci6 
fsi 
si (tip_node=EXACTE) llavors 
valor:=valor2¡ 
fsi 
si(valor < alpha) llavor 
valor:=alpha; 
fsi 
si(valor > beta) llavor 
valor:=beta¡ 
fsi 
si(tip_node=F_INFERIOR A valor2~beta) llavors 
valor:=beta; 
fsi 
fsi 
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2.3.1.5 Integració amb I'algorisme alphabeta 
En aquest apartat anem a detallar la integració de la millora de la taula de transposicions amb 
I'algorisme alphabeta. El següent algorisme és I'algorisme alphabeta que ja hem vist amb les 
modificacions oportunes que es ressalten amb vermell per a una major claredat. 
,---~-~ ------
I 
Funci6 AlphaBetaTT(pos:POSICIO,alpha:ENTER,beta:ENTER,prof:ENTER, 
taula:TAULA_TRANS) 
:retorna ENTER 
vara puntuacioMem,puntuacio,max:ENTER; 
mmov,mmov2:MOVIMENT; 
fvars 
RecordaPos(pos,prof,alpha,beta,Zobrist(pos),taula,puntuacioMern,rnmov); 
si (puntuacioMem * NO_TROBAT) llavors 
retorna puntuacioMern; 
fsi 
si (prof=O)v(EsTerminal(pos» llavors 
retorna heurístic(pos); 
fsi 
generaFills () ; 
si(mmov * NO_TROBAT) llavors 
ordenaFills(mmov); 
fsi 
mmov2:=mov(primer(fills(pos») ; 
max:=alpha¡ 
percadafill E fills(pos) fer 
puntuacio:= -AlphaBetaTT(fill,-beta,-max,prof-l); 
si (puntuacio ~ beta) llavors 
GuardaPos(pos,prof,alpha,beta,beta,Zobrist(pos),taula,mov(fill»; 
retorna beta; 
fsi 
si (puntuacio > max) llavors 
max:=puntuaciOi 
mmov2:=mov(fill) ; 
fsi 
fpercada 
GuardaPos (pos,prof,alpha,beta,max,Zobrist (pos) ,taula,mmov2); 
I 
retorna alpha; 
Frunci6 
--~--~ 
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2.3.2 Avaluació estatica deIs intercanvis en una casella(Static Exchange 
Evaluation) 
L'objectiu principal de I'algorisme que discutirem a continuació és el d'estimar com de bona és 
una captura de pe~a sense necessitat d'haver de fer una cerca exhaustiva del moviment. 
Aquest algorisme s'utilitza sovint durant la ordenació de moviments de captura per tal de 
poder donar una prioritat a cada captura, és a dir, saber quines captures tenen més 
possibilitats de ser les millors. 
En la seva versió més senzilla, el que fa aquest algorisme es examinar la conseqülmcia de la 
millor serie d'intercanvis possibles en una casella determinada en un moment determinat i 
retorna el valor material a guanyar o a perdre. Suposem la següent posició: 
~s el torn de les blanques i, per saber quines captures són millors que les altres i poder ordenar 
els moviments de millor(estimació) a pitjor(estimació) s'aplica I'algorisme a cada moviment. 
$uposant per exemple que s'aplica al moviment "Dama pren peó de d5" I'algorisme retornara 
un valor negatiu que indica que aquest moviment és un moviment perdedor ja que al 
moviment en qüestió segueix "Peó pren dama de d5" i després de "Cavall blanc pren a d5", les 
negres no estan obligades a capturar el cavall amb la dama i poden acabar amb la seqüencia 
d'intercanvis. 
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En el següent requadre es detalla l'especificaci6 de I'algorisme amb pseudocodi: 
1----··_----- - -_._----_._------, 
\
' Funci6 SEE (pos: POSICIO, casella: CASELLA) I 
:retorna ENTER 
vars puntuació,val_see:ENTER; 
I 
pe9a:PE~A; 
fill: POSICIO; 
fvars 
I 
I 
I 
I 
1, 
I 
puntuació:=O; 
val_see:=O; 
pe9a:=atacantMesPetit(pos,casella); 
si (pe9a = CAP_PE~A) llavors 
retorna O;(Ja no hi ha més atacs) 
fsi I 
fill:=captura(pos,pe9a,casella); '1 
val_see := -SEE(fill,casella); 
si (val_see >= O) llavors {Si perdem material no capturem} 
fsi 
puntuacio: =pe9aCapturada (pos, fill) + val see; I 
I 
retorna puntaucio; J 
FFunci6 
---- - ---------------
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2.3.3 Cerca de posicions amb quietud tactica (Quiescece search). 
2.3.3.1 Problematica a resoldre 
La principal aportació d'aquesta técnica és la reducció deis efectes negatius que té un deis 
majors problemes deis algorismes de la família Minimax/ Alphabeta(amb profunditat 
Iimitada):l'efecte horitzó. 
Aquesta problema es dóna quan, per qüestions de factibilitat, es limita la profunditat de 
I'arbre de cerca i hi ha un canvi brusc en la funció d'avaluació just a la profunditat frontera. 
Suposem per exemple,en un exemple aplicat al domini deis escacs, que les blanques estan 
buscant una posició a profunditat 6 on inevitablement han perdut una dama. Suposem també 
que existeix una altra seqüéncia de moviments alternativa on, mitjan~ant el sacrifici d'una 
torre, posposen la inevitable captura de la dama fins a profunditat 8. A causa de I'efecte 
horitzó, I'algorisme arribara a la conc1usió que gracies al sacrifici d'una torre ha evitat la 
captura de la dama qua n en realitat el que fan es perdre les dues peces, la torre i la dama. 
El següent diagrama i¡'¡ustra el problema que s'ha descrit: 
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2.3.3.2 Salució del problema 
Una de les solucions típiques que es dóna a l' efecte horitzó és un algorisme anomenat 
Quiescence Search. En resum, la seva idea general és que, dins el marc d'un algorisme de cerca 
amb profunditat limitada, només s'aplicara I'avaluació estatica a posicions que es caracteritzin 
per una certa "quietud tactica", és a dir, posicions des de les quals no es pugui, amb un sol 
moviment, capturar una pe~a rival ni promocionar un peó a una pe~a major i no estiguin amb 
escac. Així quan, per exemple, I'algorisme alphabeta arriba a la profunditat Hmit, enlloc de 
cridar directament a la funció d'avaluació crida a la funció quiesce la qual continuara explorant 
les jugades no quietes recursivament i retornant la funció d'avaluació tant bon punt s'arriba a 
una posició terminal. 
Tot i que la ramificació addicional és petita en comparació amb el factor de ramificació de 
posicions normal i de que amb pocs moviments les posicions no quietes convergeixen en 
posicions quietes, I'increment en el temps de cerca és considerable, el que provoca que s'hagin 
d'aplicar algunes podes a la técnica per tal de que no siguin majors les perdues que els guanys. 
Figura 2: El creixement de I'arbre de cerca de la funció quiesce és més moderat que el de la funció alphabeta 
A continuació es presenta una implementació senzilla de la funció quiesce: 
Com es pot apreciar en I'anterior algorisme, el primer que es fa és calcular el valor de la funció 
I Fun~i6 Quiesce- (pos: ~OSIC~O, alpha: ENT~R, b~~a: ENTER) : retorna ENTE~ 
vars stand_pat,puntuació:ENTER; 
fvara 
stand pat:=heurístic(pos); 
si (stand~at >= beta ) llavora 
retorna beta; 
fsi 
si (alpha < stand_pat ) llavors 
alpha:=standpat; 
fsi 
percadafill E fillsMovimentsTactics(pos) fer 
puntuacio:= -Quiesce(fill,-beta,-alpha); 
ai (puntuació ~ beta) llavora 
retorna beta; 
fai 
si (puntuació > alpha) 
alpha:=puntuació; 
fsi 
fpercada 
retorna alpha; 
I FFunci6 
-------------
llavora 
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d'avaluació estatica i s'assigna a la variable stand_pato Aquest terme s'agafa del poker i denota 
jugar una ma sense demanar més cartes. El que es busca amb aquesta variable és que el 
jugador que té el torn pugui decidir no capturar si la puntuació actual ja Ii esta bé. Aixo ve de 
I'observació en angles anomenada null move observatian segons la qual s'estableix com a 
axioma que un jugador que tingui una bona posició regalant el torn a I'adversari la tindra millor 
si mou. És sabut que aquesta norma té excepcions sobretot en posicions anomenades de 
Zugzwang12 • 
A continuació es presenta una versió de I'algorisme alphabeta integrada amb la millora que 
s'acaba de descriure,ressaltant els canvis en vermell per a una major claredat: 
c-------- ----- - --------------- ----
!Unci6 AlphaBeta(pos:POSIClo,alpha:ENTER,beta:ENTER,prof:ENTER) I 
:retorna ENTER I 
vars puntuació:ENTER; 
fvars 
si (prof=O)v(EsTerminal(pos)) llavors 1 
retorna Quiesce (pos,alpha,beta); l' 
fsi 
pareada fill E fills (pos) fer 1 
puntuacio:= -AlphaBeta(fill,-beta,-alpha,prof-l); , 
si (puntuació ;e: beta) llavors l' 
retorna beta; 
fsi 1 
si (puntuació > alpha) llavors 
fsi 
alpha:=puntuació; 1 
fparcada 1 
retorna alpha; 
FFunci6 
I 
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2.3.4 Poda del Moviment Nul(Null Move Heurístic) 
La técnica que descriurem a continuaci6 serveix per augmentar el número de podes beta 
durant la cerca de I'algorisme alphabeta. La idea és la següent: si el jugador al que Ii toca jugar, 
després de renunciar al seu torn i cedir-Io al rival, té una bona posici6(Le. el valor retornat per 
I'algorisme alphabeta realitza una poda) té una bona posici6 també sense cedir el seu torno 
Aquest raonament ve d'una especie d'axioma existent en el món deis escacs per computador 
conegut com la Null move observation. Aquesta observaci6 diu que en la majoria de posicions, 
per al jugador al qual li toca moure sempre existeix una acci6Qugada) millor que no fer 
res(existeixen posicions anomenades de Zugzwang12 en el qual aixo no és així pero donat que 
s6n poques i rares habitualment s'ignora aquest fet). El principal guany d'aquesta técnica és 
que la cerca amb el moviment nul es fa amb una profunditat redu'ida(normalment dos o tres 
nivells menys) de manera que la cerca és for~a economica en temps comparat amb les cerques 
deis moviments fills. El perqué de reduir la profunditat s'explica de la següent manera: el fet 
de cedir I'avantatge del torn es considera un avantatge prou gran com per reduir I'espai de 
cerca. El problema és que a les posicions on no es fa la poda la cerca addicional s'ha fet en va. 
De tota manera, s'ha comprovat de manera empírica que els guanys superen els costos en el 
cas migo Tant és així, que la majoria de motors inteHigents de codi obert existents incorporen 
aquesta técnica. 
A continuaci6 es presenta el pseudocodi de I'algorisme alphabeta modificat amb aquesta 
millora(amb els canvis que suposa en vermell): 
,----- -- --------- ---
I Funei6 
AlphaBeta(pos:POSICIO,alpha:ENTER,beta:ENTER,prof:ENTER,R:ENTER) 
:retorna ENTER 
l. 
I 
I 
I 
vars puntuació,puntuacioNul:ENTER; 
posNul:POSICIO; 
fvars 
si (prof=O)v(EsTerminal(pos» llavors 
retorna Quiesce(pos,alpha,beta); 
fai 
ai(,escac(pos)A prof ¿ l+R) llavora 
posNul:=movimentNul(pos); 
puntuacioNul:=-AlphaBeta(posNul,alpha,beta,prof-l-R,R) ; 
si(puntuacioNul ¿ beta) llavors 
fsi 
fsi 
retorna beta; 
pareada fill E fills (pos) fer 
puntuacio:= -AlphaBeta(fill,-beta,-alpha,prof-l); 
si (puntuació ¿ beta) llavora 
retorna beta; 
fai 
I 
ai (puntuació > alpha) 
alpha:=puntuació; 
fsi 
llavora 
I fpereada 
retorna alpha; 
I FFunei6 ___________ ~ __ _ 
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Típicament, el parametre R,que indica quan es disminueix la profunditat en el moviment nul, 
es fixa al valor 1 o al valor 2. Notar que, en cap cas, I'heurístic s'aplica si la posició actual esta 
amb escac o bé la profunditat és inferior a la disminució de profunditat que s'ha de fer per 
aplicar-lo. 
2.3.5 Heuristic del moviment assassí(Killer Heuristic) 
Amb aquest nom es coneix a una tecnica dinamica for~a efectiva d'ordenació de moviments 
que no són captura de pe~a. En la seva forma més comuna, la implementació d'aquesta 
tecnica consisteix en una taula de moviments(indexada per el nivell de profunditat en la cerca) 
i la següent estrategia d'actualització: qua n es troba un moviment que provoca una poda beta 
es guarda aquest moviment en la taula descrita per al nivell de profunditat que li pertoqui. 
Aquesta informació serve ix després per ordenar els moviments de no captura donant una 
puntuació més alta als moviments que són killer moves. L'argument que hi ha al darrera 
d'aquest sistema d'ordenació de moviments és el següent: Existeixen moltes posicions en les 
quals hi ha tan sois un conjunt molt petit de moviments que crea un atac o es defensa d'ell. 
Tots els altres moviments que no ho fan, és molt probable que puguin ser refutats per el 
mateix moviment, el killer mave. 
Na obstant, un problema no poc freqüent és que poden apareixer amb certa freqüencia 
moviments que no alteren la naturalesa del killer mave pero que s'han de tractar amb urgencia 
deixant per més tard a aquest últim. Un exemple típic d'aixo és I'amena~a de la propia dama 
per part del rival. La solució que es dóna a aquest problema és, típicament, guardar dos ó tres, 
enlloc d'un, moviments per nivell muntant d'aquesta manera a cada nivell una especie de cua 
circular de moviments de manera que si apareix un moviment que s'ha de tractar amb 
urgencia no provoqui que el programa "oblidi" el killer mave principal. 
2.3.6 History Heuristic 
2.3.6.1 Versió c1assica 
Al igual que la que s'ha discutit a I'anterior apartat, aquesta tecnica és un metode dinamic 
d'ordenació de moviments que no són una captura de pe~a. A diferencia de I'anterior, aquest 
es basa en el número de podes que ha causat un moviment amb independencia del 
nivell(profunditat) en el que s'hagin fet. En la seva versió més senzilla, aquest heurístic manté 
una taula de puntuacions indexada per casella d'origen i casella de destí, fent una abstracció i 
depreciant el tipus de pe~a que hagi fet el moviment. Quan un moviment provoca una poda 
beta s'incrementa la posició corresponent a la taula. Un detall important és que normalment 
aquest increment és igual a praf*prof o bé 2prof per tal d'aconseguir que pesin igual els 
moviments de I'arrel(d'alta profunditat pero poc nombrosos) que els de les fulles(profunditat 
petita i molt nombrosos). A I'hora d'ordenar els moviments que no són captura s'utilitza 
aquesta puntuació donant més pes als moviments amb puntuació més alta. 
Aquest sistema d'ordenar moviments és considerat una generalització, independent de la 
profunditat i la pe~a, del killer heuristic. A part, es conjectura que el contingut d'aquesta taula 
pot ser una bona representació abstracte deis plans a lIarg pla~ deis jugadors. No obstant 
aquestes consideracions, els últims anys ha perdut una mica de popularitat a causa de que els 
desenvolupadors deis motors d'escacs més punters han identificat que, quan s'arriba a 
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profunditats altes, aquesta tecnica introdueix una especie de soroll aleatori en I'ordenació de 
moviments(cosa que abans no passava ja que la profunditat era molt més limitada). 
2.3.6.2 Millora del History Heuristic: Relative History Heuristic 
Un deis problemes o defectes que té el History Heuristic és el fet de que assumeix que tots els 
moviments apareixen amb la mateixa freqüencia de manera que si aixo no és així en la practica 
prioritzara o afavorira els moviments amb una aparició més freqüent. 
El Re/otive History Heuristic soluciona aquest problema. B~sicament, el que fa és guardar una 
taula de puntuacions positives i una taula de puntuacions negatives. Un deis algorismes 
d'actualització més acceptats és el següent: Quan es dóna una poda beta s'incrementen els 
punts positius del moviment. En aquest mateix moment, per a cada moviment que s'havia 
provat en la posició amb anterioritat(no fent-ho per els que no s'han arribat a provar) 
s'incrementen els seus punts negatius. A I'hora d'ordenar moviments, la puntuació que 
, 'I't • puntsPositius k k • fi . 'h d b I • d' S utl I za es . • ,on es un coe IClent que s a emostrat que am va or u ona puntsN egatlus 
un rendiment for~a bo. 
2.3.7 Principal Variation Search 
L'algorisme que descriurem a continuació és una millora de I'algorisme AlphaBeta. La seva idea 
principal és que en la majoria de nodes no necessitem la seva puntuació exacte sinó que n'hi 
ha prou amb acotar el seu valor de manera que es pugui enunciar que el moviment és 
inacceptable per nosaltres o bé que el moviment és inacceptable per el nostre rival. 
Necessitem només el valor exacte d'un moviment en el cas de que aquest pertanyi a la variant 
principal. Definim per variant principal a aquella seqüencia de moviments acceptable per els 
dos jugadors, és a dir, aquella en la qual no es produeix cap poda beta en tot el camí i que es 
propagara per tant des d'una fulla fins a la posició arrel. 
Quan ja tenim el valor exacte de la variant principal d'un node, que en el cas d'utilitzar 
I'algorisme de profunditat iterativa obtenim el moviment a partir de la iteració anterior, 
assumim que els altres moviments no superaran aquest valor i per tant fem una cerca amb la 
finestra limitada, és a dir, en lIoc de fer la crida recursiva amb [-beta,-alpha], com que 
suposem que el valor no superara alpha, fem la crida recursiva dins la finestra [-alpha-l,-
alpha]. El fet de reduir la finestra de cerca provoca que la cerca d'una variant no principal 
retorni més rapid indicant-nos si estem amb lo cert, és a dir, que la variant actual no refuta a la 
variant principal. En cas de que estiguem equivocats i el valor retornat sigui major que alpha 
s'haura de repetir la cerca amb finestra [-alpha,-beta]. 
Tot i les recerques, si I'ordenació de moviments és prou bona és major I'estalvi gracies a 
refutar línies amb finestra limitada que el cost que suposen les recerques qua n I'ordenació de 
moviments no ha estat bona. 
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A continuació es detalla el pseudocodi de I'algorisme PVS que acabem de discutir ressaltant 
amb vermellles diferencies respecte a I'algorisme AlphaBeta: 
iFunci6 PVS(po~: POSICIo~al~ha: ENTER, bet~: ENTER, p;Of: ENTER) -l 
:retorna ENTER 
vara puntuació:ENTER; 
var_principal:BOOLEA; 
fvars 
ai (prof=O)v(EsTerminal(pos» llavora 
retorna heurístic(pos); 
fai 
var_principal:=CERT; 
pareada fill e fills (pos) fer 
si (var_principal) llavors 
puntuació:= -PVS(fill,-beta,-alpha,prof-l); 
sino 
puntuacio:= -PVS(fill,-alpha-l,-alpha,prof-l); 
si (puntuació > alpha) llavors 
puntuació:= -PVS(fill,-beta,-alpha,prof-l); 
fsi 
fsi 
si (puntuació ~ beta) llavors 
retorna beta; 
fai 
si (puntuació > alpha) llavora 
alpha:=puntuació; 
var_principal:=FALS; 
fsi 
fparcada 
retorna alpha; 
FFunci6 
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2.3.8 ParaHelització de I'algorisme de cerca 
En aquest apartat es presenten les tecniques de paraHelització de I'algorisme de cerca 
alphabeta( i derivats) més conegudes i rellevants. 
2.3.8.1 Taula de transposicions compartida 
Aquesta tecnica és una de les meves conegudes i una de les que comporta una implementaci6 
més senzilla. Com a contrapartida és també la tecnica que presenta una escalabilitat més 
dolenta, és a dir, arriba un punt en el qual afegir més processadors no augmenta el rendiment 
de la cerca. El següent grafic, que representa la corba de rendiment respecte del número de 
processadors, iI·lustra aquest concepte. 
La idea de construcci6 és ben senzilla. Si disposem de N processadors que volem aprofitar per 
a I'algorisme de cerca, creem N motors de cerca que comparteixin la taula de transposicions i 
els posem a buscar la mateixa posici6 en paraHel. Fruit del no determinisme les posicions 
buscades per cada seu n deis motors de cerca(threads) cada cop convergiran més i per tant es 
creara una sinergia en la qual cada un d'ells compartira els resultats trobats i aprofitara els 
resultats trobats per els altres. 
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2.3.8.2 Young brothers wait 
Aquesta tecnica, més eficient que I'anterior, es basa en el supbsit de que, dins el marc de 
I'algorisme de profunditat iterativa, la ordenació de moviments sera for~a bona i que per tanto 
1) Existeixen altes possibilitats de que en la primera jugada es faci una poda 
2) En el cas de que no es faci una poda és molt possible que la primera jugada 
retorni un valor més alt que alpha i que per tant serveixi com a una fita més restrictiva 
del parametre beta en el següent nivell. 
Amb tot aixb, el que busca I'algorisme Young Brothers Wait és I'estalvi de temps invertit en la 
cerca via la següent tecnica que s'aplica a tots els nodes de manera recursiva: Es busca primer 
la jugada candidata a ser la millor(via la ordenació de moviments). Quan s'ha obtingut el valor 
d'aquesta si es supera beta la funció retorna beta. En cas contrari es llaneen en paraHel les 
cerques corresponents a la resta de jugades amb el parametre beta = - alpha( on alpha = 
max(alphaAnterior,valorTrobat) ) . El següent diagrama d'activitat iI·lustra la dinamica que 
s'acaba de descriure. 
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2.4 Funció heurística d'avaluació de posicions 
2.4.1 Introducció 
La funció d'avaluació que utilitza I'algorisme de cerca serveix per mesurar el valor relatiu d'una 
posició en comparació amb altres i estimar quines són les possibilitats de guanyar des 
d'aquesta. 
Si utilitzant I'algorisme de cerca es pogués veure el final de la partida per a cadascuna de les 
línies de joc n'hi hauria prou amb que aquesta funció ens retornés tres valors: -1 per a la 
derrota, O per a I'empat i 1 per a la victoria. No obstant, donada I'enorme combinatoria 
existent en I'arbre de possibilitats, s'ha de cridar a I'algorisme de cerca limitant-Ii la profunditat 
i per tant necessitem que la funció d'avaluació retorni un valor aproximat que ens serveixi per 
estimar les possibilitats de victoria des d'aquesta posició. 
Sera en aquest punt on el coneixement sera més específic del domini deis escacs ja que moltes 
de les altres parts del motor d'inteHigimcia són aplicables en principi a altres jocs amb 
adversario 
2.4.2 Morfologia de la funció d'avaluació 
En la majoria de softwares existents, la funció d'avaluació de posicions consisteix basicament 
en una combinació lineal de diversos elements que es troben en una partida d'escacs. Aquets 
elements poden ser basics, com per exemple el número de peces de cada ti pus o més 
complicats com per exemple determinar si el rei esta segur en la seva posició o si determinada 
estructura de peons esta en consonancia amb la posició de I'alfil. Així dones, si durant el 
disseny de la funció identifiquem N elements a tenir en compte, la funció d'avaluació sera 
similar a I'equació que presentem a continuació: 
Eva/epas) = rr=l E¡ • Pi, on 
E; = 1 si I'element i es troba a la posició i O en cas contrari 
P,~Pes de I'element í 
2.4.3 Principals elements que intervenen en I'avaluació de posicions 
2.4.3.1 Factars materíals de la pasíció 
Quan els jugadors aprenen a jugar a escacs, inicialment avaluen les posicions fixant-se 
únicament en I'avantatge o desavantatge en número i tipus de pe~a. Aixr, i gracies al que van 
fixar en el seu dia els mestres que es van dedicar a I'estudi del joc, es sap que una dama és més 
valuosa que una torre i que aquesta última és més valuosa que un cavall. En el context deis 
escacs, aquets elements que acabem de descriure es diuen factars materíals ja que el que 
tenen en compte és basicament les forces materials de les que disposa cada jugador per atacar 
i per defensar-se. Quan s'avaluen posicions d'escacs amb ordinador, la unitat de mesura més 
freqüent per comparar posicions entre elles és el valor del peó, és a dir, s'assumeix que un peó 
val una unitat i a partir d'aquí es fixen els valors de les altres peces amb un número que 
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representa el valor relatiu de cada pe~a vers al peó. Normalment, la granularitat mínima de la 
funció d'avaluació és la centesima de peó de manera que es pot enunciar per exemple que el 
valor d'un alfil es 3,10 vegades el valor d'un peó. Els valors que es poden apreciar a la següent 
taula són els valor relatius aproximats de les peces que s'accepten amb més freqüencia encara 
que, com veurem més endavant, les peces poden tenir valors relatius en funció de la casella 
que ocupen: 
Rei Infinit ja que si es perd el rei es perd la partida 
2.4.3.2 Factors posicionals 
Tot i que els factors materials en una posició són fonamentals(i.e. una posició amb torre de 
menys es considera perduda) existeixen altres factors més subtils que poden servir per estimar 
també com d'avantatjosa és una posició vers a d'altres. Aquets factors s'anomenen factors 
posicionals i a continuació es presenten algunes deis més importants: 
o Estructura de peons: A causa de la mobilitat redu'ida que tenen els peons, qualsevol 
dany en la seva estructura(Le. peons doblats13 a causa d'una captura) pot esdevenir 
una debilitat permanent durant el transcurs de la partida ja que els esfor~os que 
s'hauran d'invertir per protegir la debilitat acabaran causant altres debilitats. A part de 
les debilitats i fortaleses que puguin causar és important també el fet de que 
I'estructura de peona condiciona molt també la mobilitat de les propies peces i les del 
rival. En definitiva, com va anunciar en el seu dia Phillidor, el peó és I'anima deis escacs 
i la seva coHocació ha d'anar en consonancia amb la resta de peces. 
o Seguretat del rel propi I atacs al rel rival: L'objectiu final en els jocs deis escacs és el de 
capturar el rei rival. Donat que qua n aixo passa es guanya la partida, el rei no té un 
valor propi com el de les altres peces sinó que es diu que és infinito No obstant aixo, la 
posició d'aquesta pe~a i la posició relativa de les altres vers ella és molt important. Una 
funció d'avaluació mínimament forta haura de ser capa~ en definitiva d'avaluar la 
seguretat del propi rei i la del rei rival assignant els pesos oportuns a cadascun 
d'aquets aspectes. 
o Desenvolupament: Aquest és un factor dinamic de la posició que el que intenta és 
mesurar amb quina velocitat són capaces d'entrar en acció les peces de cada bllndol i 
quant de coordinades estan. És un concepte que té un pes important durant la fase 
d' obertura14 del joco 
o Peces atrapades: En algunes posicions una pe~a es queda sense moviments possibles, 
ja sigui perque esta obstru'ida per les peces propies o per les del rival(normalment 
peons). Quan aixo passa es diu que aquesta pe~a esta atrapada i el seu valor efectiu 
passa a ser molt inferior al seu valor material teoric. 
o Mobilitat peces: Aquest concepte és en certa manera I'antagonic de I'anterior. Com 
més possibles moviments tingui al seu abast una pe~a més valuosa sera aquesta ja 
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que podra fer més funcions d'atac/defensa alhora. ~s per aixo que normalment 
s'intenta col· locar les peces en el centre, perque alla disposen de més mobilitat. 
2.4.3.3 Tau/es pe¡:ajcasella 
Una manera artificial pero senzilla i practica d'introduir un cert sentit posicional a la funci6 
d'avaluaci6 s6n les taules pe~a/casella. Basicament s6n taules indexades per pe~a i casella que 
contenen per a cada casella i pe~a una petita puntuaci6 que incentiva o penalitza que 
determinada pe~a estigui en una ca sella del tauler. Per exemple, si sabem que els cavalls 
treballen millor des de el centre del tauler que des deis extrems del tauler podem introduir 
una petita recompensa per el fet de que els cava lis estiguin en les caselles centrals. A 
continuaci6 es presenta un exemple de taula pe~/casella per al cas del cavall on es pot 
apreciar el que acabem de discutir(els valor s6n en centesimes de pe6): 
2.4.4 Fase del joc 
A part de tots els elements que hem vist a I'apartat 2.4.3, un altre aspecte molt important 
propi deis escacs que s'ha de tenir en compte és la fase de la partida. Una partida s'acostuma 
dividir en tres fases: obertura, mig joc i final de partida. Tots els elements que hem vist es 
veuen afectats d'una manera o altre per la fase de la partida. El rei per exemple és fonamental 
que estigui protegit durant les fases d'obertura i mig joc pero en el final de partida en canvi ha 
de portar a terme un paper més actiu. Uns peons doblats poden no tenir influencia en la fase 
d'obertura i ser en canvi determinants en el final de partida. ~s per aixo que una practica que 
s'ha popularitzat molt els últims anys és la de treure dues puntuacions: una puntuaci6 de la 
posici6 segons els criteris de la fase d' obertura i una altra segons els criteris del final. A més a 
més, es calcula un coeficient, per estimar quant de propera esta la partida del final, que varia 
dins d'un rang(entre O i 1 per exemple). Sota aquests suposits, la puntuaci6 final que s'assigna 
a la posició ve donada per la següent equaci6: 
¡::-.. .... . . .. ..~-, 
I Eva/(pas) = EvalObertura(pas) * (1- fase (pos») + Eva/Fina/(pas) * fase(pas) ! 
.. ___ ..-.J 
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2.4.5 Lazy Evaluation 
Amb aquest nom es coneix a una técnica que serveix per reduir el temps gastat en I'avaluació 
de posicions. Encara que la puntuació que aporten al global de la funció sol ser redu"it amb 
comparació amb els elements materials, els elements posicionals acostumen a ser costosos de 
calcular. Aprofitant-se d'aquest fet, el que es fa és dividir la funció d'avaluació en dues fases: 
I'avaluació material(que és barata) i I'avaluació posicional. Quan es crida a la funció d'avaluació 
si els factors materials + k són menors que alpha es retorna alpha sense avaluar els factors 
posicionals i si beta + k és menor que els factors materials es retorna beta sense avaluar els 
factors posicionals; altrament, s'avaluen els factors posicionals i es retorna un valor més 
acurat. Que és lIavors el parametre k? Per tal de no alterar el valor retornat per I'algorisme 
alphabeta ha de ser igual al maxim que pot augmentar o disminuir I'avaluació de la posició 
després de puntuar els factors posicionals. 
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3. AnaUsi de requisits 
3.1. Requisits funcionals 
A continuació es detallen els requisits funcionals que ha de complir el software per tal de que 
estigui alineat amb els objectius i motivacions del projecte i pugui, en conseqüencia, ser 
acceptat. 
Tipus de Requisit Funcional Casos d'ús UC1,UC2,UC9,UCI2,UC13 
Descripció 
El sistema haura de ser capay de jugar a una forya de joc superior o igual a 1900 punts ELO' 
J ustificació 
El fet de que sigui capay de jugar a aquesta for9a de joc implica que sera capay de guanyar al 
70% de jugadors de club 
Font Equip de desenvolupament/Projectista 
Condició de satisfacció 
El sistema guanya més d'un 90% de les partides disputades contra jugadors amb un ELO 
inferior o igual a 1900 
Dependimcies 
Material de suport 
[1],[2] ,[3],[6] 
Historia 
Creat el 20/02/2009 
F3,F4 Conflictes 
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Tipus de Requisit Funcional 
Descripció 
EventlCas d'ús VCI,VC3,VC4,VC5, 
VC6,VC7,VC8,VC9, 
VCIO,VCll,VC12 
El sistema sera capa! de comunicar-se amb interficies grafiques que implementin el protocol 
de comunicació VCI (Universal Chess Interface) 
J ustificació 
EIs avantatges de complir amb aquest requisit són principalment 3. Per una banda, el fet de no 
haver d'implementar interficie grafica ens permet centrar tots els esfor~os de 
desenvolupament únicament en la inteHigencia del programa. En segon lloc, el fet de que el 
programa parli el protocol estilndard VCI ens permet enfrontar-lo amb altres programes i 
mesurar així la seva for~a relativa. Finalment, ens permet reduir costos de desenvolupament i 
reaprofitar softwares exceHents de domini públic com ara el programa Arena. 
Font Equip de desenvolupament/Projectista 
Condició de satisfacció 
Les funcionalitats del programa descrites en els requisits funcional s F3,F4 F5 són 
accessibles via el protocol VCI 
Dependimcies F3,F5,V5,V7 Conflictes 
Material de suport 
[4] 
Historia 
Creat el 20/0212009 
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Tipus de Requisit Funcional EventlCas d'ús UCl,UC2,UC9 
Descripció 
El sistema ha de permetre jugar partides amb control de temps estandard ja sigui amb 
increment de temps per jugada o no. A cada jugada el programa rebril via el protocol UCI el 
temps total que Ji resta dividint aquest i agafant-ne una part per calcular la jugada actual de 
manera que s'aprofiti bé el temps, és a dir, que no es perdin més d'un 1 % de partides a causa 
de la caiguda de bandera3 i que tampoc sobri més del 30% del temps en més d'un 20% de les 
partides perdudes. 
Justificació 
Per tal de que el sistema s'enfronti als seus adversaris amb una forya de joc raonable la gestió 
del temps és fonamental. Per una banda, no es poden perdre partides a causa de que el 
programa es passi llargues estones calculant i se Ji acabi el temps, i per l' altre el sistema no 
pot contestar cadascuna de les jugades amb una petita fracció de temps que sigui constant. En 
definitiva, s 'ha de gestionar el temps de manera adaptativa al temps restant. 
Font Equip de desenvolupamentIProjectista 
Condició de satisfacció 
El sistema perd menys d' 1% de les partides per caiguda de bandera i en un 80% de les 
partides perdudes Ji sobra menys d'un 30% del temps total que tenia la partida. 
Dependencies F 1,F2 Conflictes 
Material de suport 
[5] 
Historia 
Creat el 2110212009 
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Descripció 
El sistema ha de permetre analitzar partides en mode "Anatisi infinit''''. 
Justificació 
Aquesta funcionalitat és fonamental de cara a que jugadors humans puguin entrenar-se 
mitjan~ant el programa i puguin també repassar les errades de les seves partides. 
Font Equip de desenvolupamentIProjectista 
Condició de satisfacció 
El sistema és capa~ d'analitzar la posició actual en mode "anitlisi infinit" 
Dependencies FI,F5,U6,U7 Conflictes 
Material de suport 
[1],[2],[3],[6] 
Historia 
Creat el 21/02/2009 
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Tipus de Requisit Funcional 
Descripció 
EventlCas d'ús UC1,UC4,UC5, 
UC9,UCll,UCI2 
El sistema ha d'infonnar regulannent a la interfície grafica de la següent infonnació: Línia 
principal buscadas, número de nodes buscats, número de nodes per segon i profunditat actual 
de la cerca. 
Justificació 
Lajustificació d'aquest requisit és doble. Per una banda, gracies a aixo l'usuari obtindra de la 
interfície grafica infonnació valuosa per al' analisi de la partida en curso En segon lloc, 
aquesta infonnació sera valuosa també per a l'equip de desenvolupament de cara a poder 
mesurar el rendiment del sistema. 
Font Equip de desenvolupamentlProjectista 
Condició de satisfacció 
El sistema envia regulannent la següent infonnació a la interficie grafica: línia principal 
buscada,número de nodes buscats,número de nodes per segon i profunditat actual de la cerca. 
Dependencies F2,F4,U7 Conflictes 
Material de suport 
[4] 
Historia 
Creat el 21/02/2009 
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3.2. Requisits d'utilització i aparen~a 
3.2.1 Introducció 
En aquest apartat parlarem deis requisits d'utilització. Donat que, com s'ha vist a I'anterior 
apartat qua n parlavem deis requisits funcionals, el sistema implementa el protocol UCI, els 
requisits que lIistarem a continuació no són requisits que ha de complir el nostre sistema sinó 
que són requisits que ha de complir el software que es connecti al nostre sistema. 
3.2.2 Els requisits 
Descripció 
El sistema ha de presentar graticament i clara la situació actual del tauler. Ha de quedar ciar 
que és cada peya i la orientació del tauler(Sijuguen blanques o negres). 
Justificació 
Encara que sigui un requisit obvi sovint no es compleix, sobretot en softwares dissenyats per 
a telefons móbils. 
Font Equip de desenvolupament/Projectista 
Condició de satisfacció 
El sistema presenta graticament i clara la situació actual del tauler. És Iacil distingir el color i 
el tipus de cada peya i la orientació actual del tauler. 
Dependencies U3,U5,U7 Conflictes 
Material de suport 
Historia 
Creat el 22/0212009 
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Tipus de Requisit Funcional EventlCas d'ús UCl,UC4,UC9 
Descripció 
El sistema ha de pennetre jugar partides Jugador contra Maquina amb control de temps. Quan 
s'estigui utilitzant aquesta funcionalitat s'hauran d'ensenyar en tot moment el rellotge del 
jugador huma i el rellotge de la maquina. 
J ustificació 
Quan es juguen partides amb control de temps el jugador necessita saber en tot moment el 
temps que li queda a cada bitndo!. 
Font Equip de desenvolupamentlProjectista 
Condició de satisfacció 
Quan s'esta jugant una partida Jugador contra Maquina el sistema presenta en tot moment el 
rellotge dels dos bitndols. 
Dependencies 
Material de suport 
Historia 
Creat el 22/02/2009 
U7 Conflictes 
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Descripció 
El sistema ha de pennetre moure les peces miuans:ant dos clicks (origen i destí) o bé 
miuans:ant drag&drop (arrossegar les peces amb el ratolí) 
J ustificació 
El moviment de les peces ha de ser comode per a l'usuari ja que no tots els jugadors seran 
avans:ats i altres sistemes com per exemple introducció de notació algebraica serien massa 
complicats. 
Font Equip de desenvolupamentIProjectista 
Condició de satisfacció 
El sistema pennet moure les peces amb almenys un d'aquets dos sistemes: dos clicks(origen i 
destí) o bé mitjans:ant drag&drop. 
Dependencies Ul,U4,U5,U6,U7 Conflictes 
Material de suport 
Historia 
Creat el 22/02/2009 
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Tipus de Requisit Funcional 
Descripció 
EventlCas d'ús UCI,UC3, 
UC9,UCIO 
El sistema només ha de permetre a l'usuari fer moviments de peces que siguin una jugada 
correcte, mai moviments que esdevinguin una jugada iHegal. 
Justificació 
Tot i que segurament un usuari avanyant cometi molt poques errades, les errades deis 
jugadors poc iniciats seran freqüents amb lo qual el sistema ha ,de poder detectar-les i no les 
ha de permetre 
Font Equip de desenvolupamentIProjectista 
Condició de satisfacció 
El sistema només permet fer un moviment a I 'usuari sempre i quan sigui el seu tom i la 
jugada introduYda sigui una jugada legal. 
Dependencies U3,U6,U7 Conflictes 
Material de suport 
Historia 
Creat el 22/02/2009 
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Descripció 
El sistema ha de pennetre, a part de jugar i analitzar posicions des de la posició inicial, 
configurar el tauler amb una posició arbitraria i jugar i/o analitzar la posició configurada. És 
necessari a més que es comprovi que la posició configurada no sigui iHegal(Le. que el 
jugador que no ha de moure estigui amb escac). 
J ustificació 
Aquesta funcionalitat pennetra a l'usuari entrenar-se en les posicions que desitgi, com per 
exemple finals de partida típics. 
Font Equip de desenvolupamentJProjectista 
Condició de satisfacció 
L'usuari pot establir com posició actual qualsevol posició legal. 
Dependencies F2,Ul,U3 ConOictes 
Material desuport 
Historia 
Creat el 22/02/2009 
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Tipus de Requisit . Funcional EventlCas d'ús 
Descripció 
L'usuari ha de poder introduir i analitzar qualsevol partida que hagi jugat 
Justificació 
UC13,UCI4, 
UCI5,UCI6 
Aquesta funcionalitat permet que l'usuari pugui introduir, per exemple, una partida que hagi 
jugat en un tomeig i analitzar-la per poder detectar les errades que ha comes. 
Font Equip de desenvolupamentIProjectista 
Condició desatisfacció . 
L'usuari pot introduir i analitzar qualsevol partida legalGugada a partir d'una posició legal a 
partir de jugades legal s ) 
Dependimcies 
Material de suport 
Historia 
Creat el 22/02/2009 
F4,U3,U4,U5,U7 Conflictes 
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Descripció 
UCI,UC3,UC4 
UC5,UC6,UC7, 
UC8,UC9,UCIO, 
UCll,UC12 
La interficie grMica ha d'implementar el protocol UCI2 per tal de que s'integri bé amb el 
motor d'inteHigencia 
J ustificació 
Aquest protocol és necessari a causa de que el motor d'inteHigencia I'utilitza. 
Foni. Equip de desenvolupamentIProjectista 
Condició de satisfacció 
La interficie gratica implementa el protocol UCI. 
Dependencies F2,F4,F5,UI,U2, Conflictes 
U3,U4,U5,U6 
Material de suport 
Historia 
Creat el 23/02/2009 
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3.2.3 Software recomanat 
Havent vist els requisits que ha de complir la interfície grilfica que s'instaHi amb el motor 
d'inteHigimcia, en aquest apartat procedirem a recomanar alguns softwares existents que 
implementen el protocol UCI i compleixen els requisits esmentats. De totes maneres, és 
possible instal·lar el motor d'inteHigencia amb qualsevol software que compleixi els requisits i 
implementi el protocol UCI'. 
Així doncs la recomanació principal que es fa és utilitzar la interfície grilfica gratuIta Arena ja 
que no suposa despeses en lIicencies i compleix amb tots els requisits d'usabilitat esmentats. 
En cas d'usuaris avan~ats que necessitin funcionalitats avan~ades de gestió de bases de dades 
de partides es recomanaria una interfície grilfica comercial com la que ofereix el fabricant 
ChessBasee o la que ofereix el fabricant Chess Informante. 
3.3. Requisits de rendiment 
Parlar de rendiment en un software d'escacs és difícil ja que no existeix, de moment, una fita 
superior. Aquest fet passa a causa de que, a diferencia d'altres jocs com les dames, no es 
coneix una estrategia perfecte que porti sempre a la victoria o a I'empat, és a dir, de moment 
no es sap la resposta a la pregunta de qui guanya la partida des de la posició inicial, si és que es 
pot for~ar la victoria(Podria ser que des de la posició inicial la partida sigui taules i no pugui 
for~ar la victoria cap deis dos bimdols). 
Ens haurem de conformar lIavors amb mesurar el rendiment del sistema enfront d'altres 
sistemes que juguin a escacsUa sigui n artificials o no). D'aquesta manera, els requisits de 
rendiment ja queden coberts amb el requisit funcional número #Fl. Algú podria objectar no 
obstant que queda per definir alguna restricció en el temps de caleul pero aixo no és cert ja 
que quan es parla de rendiment en partides ja es té en compte que aquestes són amb control 
de temps i que per tant si el sistema triga massa en computar les jugades perdra senzillament 
per caiguda de bandera'. 
3.4. Requisits de hardware i sistema operatiu 
En el punt anterior hem parlat de requisits de rendiment. No obstant, per tal de que el 
rendiment sigui mesurable, hem de restringir I'entorn on s'executara ja que pot passar que els 
requisits de rendiment es compleixin en un supercomputador pero no es compleixin quan el 
mateix software s'executa en la CPU d'un telefon mobil. Així en 1I0c de dir que el requisit de 
rendiment #F1 s'ha de complir, direm que el requisit de rendiment #F1 es complira sempre i 
quan es compleixin o es superin els requisits de hardware que per el cas seran els següents: 
• 1 CPU Pentium 1110 superior a una freqüEmcia de rellotge de 750Mhz 
• 1024MB de memoria RAM 
• Targeta Grafica que sigui capa~ d'executar un entorn grilfic amb finestres tipus 
Windows, Gnome o KDE. 
• Un sistema operatiu modern que sigui capa~ d'explotar el hardware anterior amb 
eficiencia com per exemple Linux amb Kernel 2.4 o superior, Microsoft Windows XP o 
bé MacOSX. 
• Un requisit addicional, donat de que el codi font del programa s'ha desenvolupat en 
C++, és que existeixi un compilador de C++ pel sistema operatiu escollit. De totes 
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maneres, aixo no hauria de ser un problema ja que el IIenguatge e++ esta molt extes i 
existeixen compiladors per a totes les plataformes citades. 
Si els requisits anteriors no es compleixen al 100%, pot ser que el sistema segueixi funcionant 
sense problemes encara que no es garanteix que ho faci d'acord al requisit de rendiment #F1. 
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4. Especificació del sistema 
4.1 Especificació de casos d'ús 
4.1.1 Diagrames de casos d'ús 
En aquest apartat presentarem els diagrames deis principals casos d'ús que es deriven deis 
requisits exposats en I'apartat 3. 
Per a una major claredat, s'han dividit els casos d'ús en tres vistes diferents. En primer lIoc, 
s'ha creat un diagrama deis casos d'ús involucrats en una partida generica d'escacs ja sigui 
home contra maquina o home contra home. En segon lIoc, s'ha creat una segona vista deis 
casos d'ús que es donen en el cas particular de que la partida sigui home contra maquina. 
Finalment, se n'ha creat una tercera que captura els actors i la casuistica involucrada en 
I'analisi retrospectiu· de partides d'escacs. 
4.1.1.1 Casos d'ús Partida d'Escacs 
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4.1.1.2 Casos d'ús partida home - maquina 
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4.1.1.3 Casos d'ús relacionats amb I'analisi de partides d'escacs 
9 
. 
cc~~. c~ •• 
cctnctudP~; 
.' 
. ... 
, 
2.:)::: ......... . 
~.,.,.... ,;;.¡,¡...... * /" ._IUdÍ· .... ·O JutI*f..Humt ~L----=~,-- 6 
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4.1.2 Descripció deIs casos d'ús 
A continuació es presenta una descripció més detallada deis casos d'ús que hem vist a 
I'anterior apartat: 
Proposit: Jugar una partida d'escacs Tipus: Primari - Essencial 
Resum: 
Dos jugadors, un de peces blanques i I'altre de peces negres, s'enfronten davant d'un tauler amb el 
proposit de guanyar la partida. Per a aquest proposit, altemant-se jugador blanc i jugador negre, es 
van intercanviant les jugades que creuen millors en cada moviment. 
. Requisits: Fl,F2,F3,F5,UJ,U2,U3,U4,U5,U7 
Curs típic d'esdeveniments: 
I Actor 1: JUGador Blangues I I Actor 2: Ju¡¡ador Ne¡¡res Actor 3: Arbitre 
I.L'arbitre inicia la 
partida 
2. Les blanques pensen quina 
és la millor jugada possible. 
3. Un cop decidida la millor 
.. jugada, les blanques fan el 
" moviment que creuen millor . .ti 
" 
" 
4. Les negres pensen 
" 
's¡, 
" 
quina és la millor jugada 
" '" . - possible . ..c 1:: 
'", 
" 5. Un cop decidida la o c. 
= ..!! millor jugada, les negres 
" 
.. 
"el 
" 
fan el moviment que .-. .ti 
.. 
" 
creuen millor 
"  c. " 
..!! 
" ~ t  
'" .. o 
= .. = ~ ;;:; 
6. Si hi ha 
guanyador, 
l' arbitre 1i adjudica 
la partida. En cas 
contrari, la declara 
taules 
c.::' .. '. . .... 
Cursos alternatius: .... . . 
Durant la partida es poden donar circumstancies especials que desencadenin queixes i apeHacions 
per part dels Jugadors. De totes maneres aquest !tpus de comportament només té lIoc en les 
partides entre humans i per tant es queda fora de l' abast d' aquest document. 
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LResum: 
'0'''0'000''0 ':>';0'00;'''0"""'':',',,,1 i El jugador al qualJi toca moure, pensa abans de fer-ho quina és la millor jugada possible donada o 
Ila posició actual 
Requisits: Fl,F3,F4 
."."_ .. _,._,._~"." ~ , 
Curs típic d'esdeveniinents: 
La descripció de tots e1s processos que es desencadenen quan el qui pensa és un ésser huma 
podria ocupar diversos IIibres. Per el cas de jugadors artificials el flux més típic és buscar la 
posició actual durant un temps que varia en funció del temps que Ji resta per acabar la partida, 
decidi~t"qll<:"I¡¡lIlillo~jllga~a"~,~,l¡¡jJr,illl<:r,~jllgad~o,~<:,,,,1¡¡"~ri~tpri~¡:ip~I9,Il:oos'h!lt~()~¡¡t,,,o,, 
Cursos alternatius: 
Quan es tracta d'un jugador artificial que utilitza IIibre d'obertures, si la posició actual es troba : 
al seu llibre, es decideix que la millor jugada és una de les que marca el IIibre com abones: 
jugades. Analogament, si s'utilitzen taules de finals i la posició actual es troba a la taula de 
finals, es decideix que la millor jugada és la millor jugada que es troba a les taules de finals. 
Proposit: Fer el moviment que es Tipus: Primari - Essencial 
creu qlleésmillor"o" "O o 00 oo""J" "0""""0 
Resum: 
Després d'haver pensat, el jugador qualJi toca moure, moviment que creu que és millor. 
"O """""000 0"000" 
Requisits: F2,Ul,U3,U4,U7 
Curs típic d'esdeveniments: 
EIl O~¡" ~~~od~ j~gad()~;"¡;um~;:"o~~"f~"'eig~;t~~~~lli~d~i;~~;.; la pe~~(~Il~I~~sd;;~fr~llt~r~~~'O~¡ 
¡ un jugador artificial ho fa via la interficie grafica per drag&drop). En el cas d'un jugador í 
I ¡¡r,ti!iciaI~~()IIlIl~~~!lI¡¡)llg~d~,llIlli~t~!fí~ie, g~!iclllll~tJ~r~teIp~ot()c,()ISJ<::!, "O""" "" "O"" "0"0" "O"""" 
1 Cursos alternatiu$: 
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Resum: 
L'arbitre engega els rellotges marcant el comenyament de la partida 
fR.;¡uisits: F2,F5,U2,U5,U7 
• Curs típic d'esdeveuimeuts: 
":'"::.~ ....... ,: ":~~::: 
En el cas en que la partida sigui entre dos jugadors humans, l' arbitre posa els rellotges en marxa 
i marcant el comenyament de la partida. En el cas en que la partida sigui home - maquina o 
. maquina - maquina, la interfície grafica assoleix el paper de l' arbitre. En aquest últim cas, la 
Ip~i~aés,i~i~ill¡J¡¡I2~L!l~j!l~a~()r~!l~~q!l~~ó!1al11()~dre,alai~te,~"ci~~a.fi:ll: 
, Cursos alternatius: 
Proposit: 
Resum: 
Decidir, un cop acabada la partida, qui ha Tipus: 
guanyat(si é~que 11lP~idapoacabaenelllpat) .. 
Primari - Essencial 
Quan la partida s' acaba, l' arbitre decide ix sí la partida la guanyen les blanques, les negres o bé 
és eml2at . 
Requisits: F2,F5,Ul,U7 
Curs típic d'esdeveniments: 
Quan la partida s'acaba, l'arbitre decideix sí la partida la guanyen les blanques, les negres o bé 
és empat. En el cas en que la partida sigui home - maquina o maquina - maquina, la interficie 
grafica assoleix el paper de l'arbitre decidint el resultat en base als diversos esdeveniments que 
poden succeir: 
o Si un jugador abandona, guanya l'altre 
o Si els jugadors pacten, la partida es considera empat 
o Si un jugador rep escac i mat guanya l' altre jugador. 
o Si a sobre el taulell no hi queda material suficient per a que algun jugador pugui guanyar. 
la partida es declara empat. . 
o Si durant la partida es repeteix una mateixa posició tres cops i un deis jugadors demana 
taules la partida esdevé empat. 
o Si en els 50 últims moviments no s'ha fet cap captura de peya i no s'ha avanyat cap peó ; 
la partida es declara empat. 
o Si el jugador al qual li toca moure es troba en situació d'ofegae la partida es declara' 
Cursos alternatius: 
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; Donar a m~~d~~~~~md~i;j;;g~d~;;~idr~tq;;~t¡é,······i;r¡¡:;;;:: .•. ....:p;:¡;;:; ~;:;¡'~IP~;,::~~;;:I': 
¡ després d'haver fet el seu moviment, a oferir 
¡ taules contrari 
iR;;;;; 
""'-"',,, "",~,,,,"'_ ",,",'0"'1'''1'''',1,''',", ,mo,_",,,,,,,,,,,,,",1j,, "'O"o",,""'"H''''''' ",*"" '~1,,,,,,ii1,,,,,,,1'***""'''''''',H'1''''' q",,,,,,,,,,:~~,":;;:j;';;"""",;~~:¡4*, ;' 1:';q"q;';;;*'1~;;"";,,J1;~i 1 '''~1'';''''':~'1~:;*,~;J 
Si un jugador estima que la posició actual no pot portar a la victoria a cap deIs dos bandols o bé I 
no té ganes de continuar la lIuita, pot oferir taules al rival immediatament després d'haver fet el· 
seu moviment. 
Requisits: F2,U7 
Curs ~~i~~';~~~T~~i~.~~!;~ ..•. ;··;:· .• :· •• :.:·:~.::: ... :·.::;: •••.•••••.••. :-:::~~ .• ~ •• :. :~.::;,. '::1 
En el cas que el jugador actual estimi que la posició actual no pot portar a la victoria ilo no 
tingui ganes de continuar la partida, es procedira de la següent manera: 
l. El jugador que ha arribat a la conclusió de que la partida és taules realitza el seu 
moviment( evidentment, ha de ser un moviment que mantingui l' equilibri, que no el faci 
perdre). 
2. Immediatament després d'haver mogut, ofereix taules al seu rival. 
3. En aquest punt el seu rival té dues opcions 
a) Acceptar les taules: La partida s'acaba i I'arbitre la declara empato 
b) Refusar la oferta: I:apartida segueixanJb normalitat . 
. Cursos alternatius: 
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Proposit: 
Resum: 
el jugador pugui acceptar la oferta del seu Tipus: 
de taules ::~""" ", """""", """ 
Primari -
':'..:""""""""""""":""" 
Un cop el seu rival ha mogut i 1i ha proposat taules, el jugador accepta la oferta i la partida acaba,. 
en 
Requisits: F2,U7 
",,','," '",,"""""'" """""" 
Curs típie d'esdeveniments: 
Un cop el seu rival ha mogut i 1i ha proposat taules, el jugador accepta la oferta i la partida acaba 
ie!leIllpa!:!::llI:~i~~~~~larB:1B:pll!!i~a~~IIl!?IIlPB:t 
! Cursos alternatius: 
Proposit: 
Resum: 
Que un jugador que veu la seva derrota com Tipus: 
inevitabl!?pugui abandonar la partida. 
Primari 
Essencial 
Un deis jugadors arriba a la conclusió de que la partida esta perduda i abandona. 
Requisits: F2,U7 
Curs típie d'esdeveniments: 
2. El jugador candidat a abandonar calcula la posició actual i arriba a la conclusió ' 
de que, faci el que faci, el seu rival podra trobar una seqüimcia d'accions que el 
porti a la derrota. 
3. Davant la impotencia que suposa la conclusió anterior, comunica al seu rival que' 
abandona la partida. 
4 .L'llI:bitr~a,dju~icalapll!!idaal jugado~qu,ello ha abandona!. 
Cursos aIternatius: 
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rp~;:t;;;~i~~e~l cas d'ús en I particular de que la partida sigui horne cas' contra 
cas particular d' enfrontament Horne - ¡ 
. ......................... ·····1 
1 
¡Maquina. 
I R~~¡;ii;;·Fl;F2,F3:I'5XjÜJ2, U3, U4, U5, U7 
. 
.. 
• ••••••••••• 
• ••••••••••••••••••••••••••••••••• 
• 
. Curs típic d'esdeveniments: .. ' ,¡ 
... 
, , "',' I Act~'r 1: Jsador BI8D9~~S' ' '1"" ' I Actor 2: Jugador Nee;res Actor 3: Arbitre 
I.L 'arbitre inicia la partida 
2. Les blanques pensen quina és la millor 
. u~ Dossible. 
a) Si el jugador és huma faQna 
la jugada durant el temps que 
estimi oportú 
-b) Si el jugador és artificial ~ 
calcula la jugada durant el 
.!l temps que estimi oporru 
'" mitjantrant l'algorisme de o • 
cerca o: 
3. Un cap decidida la millor jugada, les 
blanques fan el moviment que creuen millor. 
a) Si el jugador és huma fa el 
moviment que creu que és 
millor mitjan~t drag&drop ... 
b) Si el jugador és artificial fa el ~ 
• 
moviment comunicant-Io ~ mj~anyant el problCol UeI a 
la interficie gnüica que quan • · 
el rehi actuaJitzara el tauler O! 
4. Les negres pensen quina és la 
millor jugada possible. 
• Aplica el mateix que a la 
.. 
Realitzaci6 1 
.o 5 . Un cap decidida la millar jugada, 
• 
" les negres fan el moviment que • 
." o creuen millor. • ~ Aplica el mateix que a la 
=:: • 
o a. Realitzací6 2 
• .l! 
• j ." 
'f o 
• 
" .. •
.l! • 
• =:: ; o 
• • 
::!! ¡;; 
6. Si hi ha guanyador, 
l'arbitre( en aquest cas la 
interficie grafica) li 
adjudica la partida En cas 
contrarl, la declara taules 
Cursos ~I 
..... ;. 
'.' •• ••• ••••••• 
.•...•.......... .. . ....... ..... . .......... ....• > ••• .. :... ..•••..... 
-
• 
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'Proposit: Que el jugador huma pugui interactuar amb el Tipus: 
sistema de forma 
Resum: 
Primari - Real 
La interficie grafica tradueix els gestos fets per el jugador huma en missatges del protocol UCI 
F2,U3,U4,U7 
Curs típic d'esdeveniments: 
l. El jugador huma realitza una acció a la interficie grilfica( i.e. moure una pe~a) 
2. La interficie grafica transforma I'acció de I'usuari en un missatge del protocol 
UC:I.i .. l:t)Il'yia,.~lJ\lll~d,°tll11:i!i(;i!lI ... 
Cursos alternatíus: 
Cas d'ús: Comunicació protocol UCI 
· Proposit: Dialeg entre la interficie grafica 
d'escacs 
Resum: 
Actors: 
el motor Tipus: 
Jugador Artificial, 
Interficie Grafica 
Primari - Real 
La interficie grafica tradueix els missatges que ti arriben del jugador artificial al llenguatge 
· llrafic de la interficiegrafi.c .... a,., ........................ . 
· Requisits: F2,F5,U7 
Curs típic d'esdeveniments: 
1. El jugador Artificial envia un missatge del protocol UCI a la interficie reflectint 
algun canvi en el tauler. . 
2. La interficie grafica actualitza la informació grafica per tal de que el jugador 
. ~ull1ápllguiperce.bre .. el.canvi: .. 
Cursosalternatius: 
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1 Jugador Artificial, 
l~:;;~~~;FJH~~u;m~af,m",l p~,DJ),~~í,t;,'I;A.\s;;s;¡is~it~eln~,c;¡i;a del Jugador Artificial al Jugado::r l;r;¡::..,;:;""".""'" 1 
Resum: 
Huma dura~t"I:,lI,n,~Ii,~i,~,:,UIlll,l'~i~lI"d~,',,:e,~sc:,:a~~c:,~s',<, ,m' •• ,,", ,;",,,,,,;,;,;, "" ",.,L""", "<"."'" """m"m,m,,' 
El jugador, durant la revisi6/analisi de la partida en qüesti6, va seleccionant diferents posicions 
que li són d' intereso Per a cada posició que es selecciona, la interficie grafica treu per pantalla la 
de I'últim analisi al arribat a la actual 
Requisits: FI,F2,F4,F5,U7 
Curs típie d'esdeveniments:' 
Actor 1: Ju ador Huma 
1. Carre ar Partida 
... 2.Selecci6 de Posició C> ._ 
~= bIl -01 
= = . ..., ,,  
-"W~ 
~-; 
... = 
=10: ~ ¡; 
, Cursos alternatius: 
Actor 2: Ju ador Artificial Actor 3: Interficie Grafica 
3. Analisi infinit de la 3. Comunicaci6 deis 
posició mentre no se'n resultats obtinguts fins el 
seleccioni una altra. moment al Jugador Huma 
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Proposit: ¡ Dialeg entre la interficie grafica 
i d'escacs. 
Resum: 
el motor I Tipus: 
I Jugador Artificial, 
. Interficie Grafica 
I • ' • • •• • 
Primari - Real 
.......... ¡ ......... ·cc·············.···· .. 
El jugador artificial calcula la posició que li indica la interficie grafica mitjanyant el protocol 
VCI 
i Curs típic d'esdeveniments: 
L. ,m lO •• 'M "."M"" •• 1 ... "d •• d"~n., ~ ....• ,._ '.', .• ",,,'. ""'''''''''''1 
1. La interficie grafica envia la posició que s 'ha de calcular al Jugador Artificial I 
mitjanyant el protocol VCI. i 
2. El Jugador Artificial, mentre la interficie no li indiqui lo contrari calcula la posició que ¡ 
ha rebut i informa periodicament a la interficie del resultat. 
3. La interficie va presentant de manera grafica els resultats parcials que rep del Jugador. 
Artificial. 
4. La interficie grafica envia la ordre de parada al Jugador Artificial mitjanyant el 
proto¡:ol VCI i aquest finalitza el procés de calcul. 
Cursos aIternatius: 
Proposit: i Navegació dins la partida que s' analitza 
Resum: 
Tipus: 
Jugador 
Interficie Grafica, ¡ 
. Jl!gador Artificial 
: Primari - Real 
¡ El Jugador Huma retrocedeix una jugada per poder analitzar la posició que ve just abans de la· 
. posició actual 
Requisits: V6 
Curs típic d'esdeveniments: 
'" ·.I.·"A""'''.''.'''~'' ,'o,"" ,', ,--" "".c<" I . . ,''''. '" 
l. El Jugador Huma decideix retrocedir una jugada i ho indica a la interficie grafica 
2. La interficie grafica ho comunica al Jugador Artificial per protocol VCI que 
comenyarallcalcularlaposi¡:ió anterior. 
Cursos aIternatíus: 
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: Navegació dins la partida que s'analitza 
i Res.úl!1: 
• ".~ ,"'T'd' ",,,,,,,', ,''''m'';'' ' "'''''''''''''''~'''Y' ""," "",,,,,,,,",,,, ""'"h''' 
i El Jugador Huma avan~a una jugada per poder analitzar la posició que ve 
iJlosi.~i~ .. ~:~a .. I,;~ ............ . 
Requisits: U6 
Curs 
1. El Jugador Huma decideix avan~ar una jug~:a;;di~a;'iiiih~;o;I¡'; nlddl¡i;c;;a;;a;'II~a;¡~t';;fi~¡~;gr;;:¡iIf¡¡ilc~;a~········ 
2. La interficie grafica ho comunica al Jugador Artificial per protocol UCI que 
.................. comenxara~.c.a!cl!lar laposi¡:i.é.s.egüent: 
Cursos alternatius: 
• Proposit: Avaluar el guany/perdua de fer una jugada Tipus: 
diferent a la que s'ha fet 
Resum: 
Jugador 
Huma,Interficie 
Grafica, Jugador 
Artificial 
Primari - Real 
· El Jugador Huma crea una nova branca/variant que sera analitzada per el Jugador Artificial. 
Requisits: U6 
• Curs típic d'esdeveniments: 
1. Per crear la nova v~.ar;u.¡i,ana;.;it:, ··~e¡l JJ~ugga~,di;o;;r·.HH~ul~m~ia~¡i;n;¡tirol;;dj;u~;e;¡ix~;un;;al.JI·i u;~gi;aLdd~a 'd¡f~;:~~t~a ¡t.~o~te;;s:ll¡~e.;s: 
jugades següents existents. 
2. La interficie grafica crea la nova variant i es posiciona en aquesta última posició 
comunkant-ho al JUg;ador Artificial que comen~araa calcular la posició. 
Cursos;it;;ri';t¡ri'~;' , ........... , .. ,." ""'" ,., .. , ......• ,.', , ..... ,..., ..••. 
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4.2 Descomposició del sistema en moduls funcionals 
Després d'haver vist a I'apartat anterior totes les funcionalitats que ha de suportar el sistema, 
en aquest apartat farem una divisió d'aquestes en diversos moduls funcionals que ens guiara 
després durant el disseny tecnic a I'hora de classificar les classes en diversos diagrames i 
paquets. A continuació presentem un diagrama de components d'alt nivell on s'especifica 
quins serveis oferira cada modul funcional i quins serveis consumira. 
4.2.1 Interfície Grafica 
Aquest component s' encarrega de totes les funcionalitats relacionades amb la interacció amb 
I'usuari. Simbolitza qualsevol software que es vulgui utilitzar que implementi el protocol 
UCI(Universal Chess Interface). S'inclou en el diagrama de cara a situar millor el motor 
d'inteHigencia en el seu context encara que no s'ha d'implementar res al respecte ja que, com 
s'ha comentat amb anterioritat, la implementació de la interfície grafica queda fora de I'abast 
d'aquest projecte. 
4.2.2 Motor d'inteHigencia 
És el component que recull tota aquella funcionalitat relacionada amb jugar a escacs de 
manera inteHigent i analitzar partides. Vist des de fora, el que fa aquest component és lIegir 
els missatges UCI que Ii envia la interfície gratica, fer les accions que se Ii encomanen i retornar 
els resultats obtinguts via missatges UCI un altre cop cap a la interfície gratica. Donada la seva 
gran complexitat s'ha dividit en 6 submoduls que es detallen a continuació. 
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4.2.2.1 Controlador Motor 
És I'encarregat d'interpretar tots els missatges UCI que rep el motor i orquestrar els altres 
components per tal de que facin la feina que la interffcie grilfica ha demanat. Un cop la feina 
s'ha acabat transforma els resultats en nous missatges UCI que envia a la interfície grilfica. 
Controlador Motor: Serveis Ofer!s 
Lectura Entrada La seva missi6 principal és la de capturar els missatges UCI que arriben des 
de la interfície grilfica. 
Escriptura Sortida Un cop acabada la feina sol·licitada per la interfície grilfica, transforma els 
seus resultats en missatges UCI i els hi envia per tal de donar-Ii feedback. 
Serveis consumits 
Configuraci6 Representaci6 Un cop es fixa la posici6 a la interfície grafica, aquesta la 
Posici6 de posicions transmet al controlador. El controlador un cop la rep I'anivella amb la posici6 del motor via aquest servei. 
Configuraci6 Abans d'enviar I'ordre que desencadenara tot el procés de cerca, el controlador pot tenir la necessitat de Cerca parametritzar algun aspecte d'aquest procés. 
Control Cerca El Controlador és I'encarregat de, a petici6 de la interffcie grafica, iniciar i parar el procés de cerca 
Algorísmica de Mentre el modul de cerca esta buscant la millor jugada 
Cerca que es pot fer en una posici6 determinada, el 
Controlador del Motor té la responsabilitat de 
Monitoritzaci6 monitoritzar aquest procés i enviar informaci6 periodica 
Cerca a la interfície grilfica. En concret la informaci6 que més 
interessa és: número de nodes buscats, velocitat de la 
cerca en nodes/segon i la variant principal trobada fins el 
moment actual. 
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4.2.2.2 Representació de posicions 
La responsabilitat d'aquest ml>dul és la d'oferir a la resta totes les funcionalitat relacionades 
amb la representa ció fidedigne de posicions d' escacs. 
Configuració posició 
posició 
Aquesta servei permet configurar la posició actual a partir d'una posició 
en format FEN 
Permet poder consultar en qualsevol moment tots els detalls la 
posició actual així com aplicar i desfer moviments a la posició actual. 
Serveis consumits: N/ A 
4.2.2.3 Algorísmica de Cerca 
Aquest ml>dul engloba tota la funcionalitat relacionada amb la recerca de la millor jugada 
disponible des de la posició actual. 
Control Cerca ! Aquesta funcionalitat permet, basicament, engegar i parar el procés de 
cerca 
Configura ció Cerca ns el seus 
Monitorització Cerca 
Permet coneixer, en temps real, I'estat de la cerca que s'esta executant 
actualment. Gracies a aquesta funcionalitat es podra saber en tot 
moment quants nodes s'han buscat, quines és la velocitat en 
nodes/segon del motor de cerca, quina és la variant principal' actual, 
etc ... 
Generació de 
Moviments 
Aplicar 
Moviment 
Desfer Moviment 
Generació 
Moviments 
Avaluació 
Posicions 
de Avaluació 
Posicions 
Per tal de poder fer I'expansió de I'arbre de cerca es 
necessita saber, donada una posició, quines són els 
moviments disponibles en aquesta per tal de poder 
les successores. 
Un cop es sap quines són els moviments disponibles en 
una posició donada, I'algorisme de cerca ha de poder 
r-Ies una darrera I'altre sistematicament. 
Quan ja s'ha calculat el valor d'una jugada, aquesta s'ha 
de poder desfer per calcular el valor de les altres jugades 
en la mateixa I 
Quan s'arriba a posicions terminals, s'ha d'avaluar el 
valor que tenen aquestes per tal de poder pujar-les 
després cap als nivells superiors segons la dinamica de 
Minimax/AI 
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4.2.2.4 Generació de Moviments 
Engloba tota la Ibgica referent a, donada la posició actual, generar totes les posicions possibles 
que la succeeixen. 
Lectura/Escriptura Representació 
posició de posicions 
4.2.2.5 Avaluació de PO.~icions 
Per tal de poder generar els moviments disponibles en la 
posició actual, el sistema ha de poder lIegir els detalls de 
la posició en que ens trobem. Per altra banda, per poder 
aplicar i desfer moviments, necessita poder escriure i fer 
enla 
Gracies a aquest mbdul, I'algorisme de cerca pot puntuar i comparar posicions i així escollir la 
jugada que plausiblement el portara a la millor possible. Aquesta puntuació es fa via una serie 
de coneixements heurístics que es coneixen gracies a I'experiencia i coneixement generat a 
partir de milions de partides entre els millors mestres d'escacs. 
Lectura/Escriptura Representació 
posiciÓ de posicions 
4.2.2.6 Gestió de Components 
Per tal de poder avaluar el valor de la posició actual, el 
sistema ha de poder lIegir els detalls de la posició en que 
ens trobem. 
Aquest mbdul és transversal als altres que s'encarrega de gestionar la creació i interconnexió 
de cadascun deis altres components. La seva descripció, per tant, es fara a I'apartat de disseny 
tecnic. 
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4.3 Model conceptual del do mini 
En el següent diagrama s'il-lustren els conceptes principals del domini d'aplicació del sistema 
així com també la interrelació entre ells. Després del diagrama es presenta un lIistat deis 
mateixos adjuntant al costat una breu descripció de cadascun d'ells. 
0 .. 1 
0 .. 1 
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Principal s entitats 
Partida Conjunt de jugades que es fan a partir de la posici6 inicial del joc i que 
desencadena amb el resultat de taules, victoria blanca o victoria 
negra. 
Jugada Acci6 que fa el jugador que té el torn movent una pe~a d'una casella 
d'origen a una casella de destí amb la possibilitat de capturar o no una 
pe~a de I'equip rival 
Posici6 Situaci6 en un moment puntual de la partida que es composa de la 
disposici6 particular de les peces i del jugador al qualli toca moure 
Casella Unitat mínima en la que es divide ix un tauler d'escacs 
Pe~a Figura d'un determinat color i tipus de la que disposa un jugador per 
fer diferents jugades i captures de peces rivals. 
Pe6 Tipus de pe~a 
Alfil Tipus de pe~a 
Cavall Tipus de pe~a 
Torre Tipus de pe~a 
Dama Tipus de pe~a 
Rei Tipus de pe~a 
Jugador Rol que agafa la persona(o sistema) que juga a escacs segons el qual se 
Ii assignen les peces d'un determinat color i la missi6 de capturar al rei 
del color contrari 
Jugador peces Jugador al qual se Ii assignen les peces de color blanc i amb elles 
blanques I'avantatge de ter el primer moviment 
Jugador peces Jugador al qual se Ii assignen les peces de color negreo 
negres 
82 
5. Disseny tecnic del sistema 
5.1 Eines de desenvolupament 
En aquest apartat s'enumeren totes aquelles eines que s'han utilitzat durant el 
desenvolupament tecnic del producte. El públic que utilitza sistemes com el que ens ocupa és 
limitat lo que provoca que els beneficis sigui n reduIts i que per tant s'hagin d'optimitzar, com 
es veura a I'apartat d'analisi economica, les despeses al maxim. És per aixo que una de les 
premisses ha estat pagar el mínim de lIicencies el que ha provocat que el projecte s'ha 
desenvolupat gairebé íntegrament amb Open Source. Amb aixo no volem dir que la única 
bondat del software que hem utilitzat és que sigui gratuIt, res més allunyat de la realitat, el 
software que hem utilitzat ha demostrat ser robust, versl!til, funcional, amb suport de la 
comunitat i amb el valor afegit de poder-lo modificar i adaptar-lo a les nostres necessitats. 
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BOUML 
MinGW 
GCC 
ECLIPSE 
GOB 
Llibreria QT 
Llibreria BOOST 
ARENA 
Software de modelat UML. S'ha utilitzat per fer 
I'analisi i disseny tecnic orientat a objectes i el 
diagrames d'especificaci6. Un deis seus punts 
forts, a part de que la interfície de disseny esta 
ben aconseguida, és que genera el codi esquelet 
de les classes en C++ per després acabar de 
ama. 
Compilador del proJecte GNU. un compilador 
que permet programar en diversos lIenguatges. 
Per el cas del projecte s'ha utilitzat només el 
compilador de C++. El codi maquina que genera 
és for~a bo i existeixen implementacions per a la 
majoria de plataformes el que possibilita la 
del codi. 
Entorn Integrat de desenvolupament(IOE). un 
deis entorns de desenvolupaments lliures més 
potents disponible a la xarxa. El seu sistema de 
plugins permet que els desenvolupadors puguin 
anar ampliant les seves funcionalitats. Per el cas 
de desenvolupar en C++ disposa d'un plugin que 
facilita les tasques del programador amb 
prestacions com debugat integrat o resaltat de 
sintaxi. 
Debugador del proJecte GNU. L'utilitzaci6 
d'aquest software ha permes debugar els errors 
que anaven sorgint durant el desenvolupament 
amb i eficiencia. 
Ulbrerla components C++ 
Llibreria grMica desenvolupada per I'empresa 
Trolltech recentment comprada per Nokia. 
Coneguda arreu del mon per les seves 
prestacions, robustesa i portabilitat entre 
plataformes. Per el cas d'aquesta projecte s'ha 
utilitzat la llibreria de threads a causa de que els 
requisits funcionals( en concret la implementaci6 
del protocol UCI) im pedien que el programa 
executar-se amb un sol 
C++. Llibreria prestigi en el 
desenvolupament de la qual hi participen experts 
de prestigi que també estan participant en la 
definici6 del nou estandard de C++ conegut com 
C++Ox. S'ha utilitzat una subllibreria que 
soluciona molt bé tots els temes relacionats amb 
per a motors 
Implementa el protocol UCI i permet 
funcionalitats avan~ades com per exemple 
torejos entre motors. En aquest cas cal matisar 
que el software no és Open Source encara que 51 
és 
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5.2 Principal s directrius i patrons de disseny 
5.2.1 Orientació a objectes vers eficiimcia 
La majoria d'implementacions de motors d'escacs mínimament competitives existents estan 
escrites en C i les que ho esta n en C++ acostumen a utilitzar un dialecte de C++ que no utilitza 
les prestacions d'orientació a objectes. Amb aquest panorama, la decisió de dissenyar o no el 
sistema amb orientació a objectes va ser difícil. Al final pero es va decidir que sí ja que es va 
creure que si es tenia prou cura en algunes parts crítiques del codi, la penalització en eficilmcia 
no havia de ser tan gran i que es guanyaria molt en mantenibilitat i extensibilitat del software. 
No obstant, per a que aixo fos possible s'havien de definir unes normes de desenvolupament 
que prohibissin aquelles practiques que més podien perjudicar el rendiment, les quals es 
detallen en el següent apartat. Amb tot, els resultats no s'allunyen molt del que s'havia previst, 
el codi és for~a eficient (el motor és capa~ d'analitzar unes 300.000 posicions per segon) i el 
codi s'entén millor que el d'altres implementacions que estan escrites en C. 
5.2.2 Criteris per utilitzar la orientació a objectes de manera eficient 
# Norma Justificació 
NI 
NZ 
N3 
Pas de parametres d'objectes 
pesats per referencia, mai per valor 
No instanciar objectes en parts 
crítiques del codi. Utilitzar en el seu 
lIoc pools d' objectes creats durant 
la inicialització del sistema 
Fer un ús moderat de les funcions 
virtuals i evitar-ne I'ús a les zones 
més crItiques del codi 
Aixo evitara que rutines crItiques del codi, com la 
de cerca, inverteixin massa de temps fent copies. 
Ex: En la funció que avalua posicions, que 
s' executa milions de vegades seria molt costós que 
cada funció que s'avalua es copiés a la pila. 
La creació d' objectes és costosa ja que su posa fer 
crides al sistema operatiu per reservar memoria lo 
qual no sempre és trivial. En lIoc de que la 
memoria es reservi en zones crItiques del codi el 
que es fa és crear un sol cop al inici del programa 
pools d'objectes( per exemple moviments) que es 
poden anar reutilitzant. Amb aixo s'aconsegueix 
un gran esta Ivi en temps. 
El fet de que una funció sigui virtual su posa un 
decrement petit en el rendiment pero de gran 
importancia si la funció es cridada milions de 
vegades. Evitar-ne el seu ús. 
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5.2.3 Patró general de disseny deIs moduls funcionals del sistema. 
En rapartat 4.2 hem descompost la funcionalitat del sistema en diversos moduls funcionals. 
Ara el tema que ens ocupa és el d'elaborar un esquema general que ens guii a I'hora de 
mapejar aquests moduls funcionals en classes de disseny. Anomenarem a aquest esquema el 
metamodel del sistema. El següent esquema ¡¡·Iustra el model que ens ha permes dissenyar tot 
el sistema de manera estandarditzada. 
1 • 
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A continuaci6 descriurem la funci6 de cada entitat del diagrama anterior aixi com també la 
seva materialitzaci6 fisica: 
Sistema 
Component 
Classe 
Representa en el nostre cas el 
global del motor d'inteHigencia 
Representa cadascun del moduls 
funcionals discutits a I'apartat 4.2 
La seva materialitzaci6 fisica és un fitxer 
executable que es connecta amb una 
interficie grafica que implementa el 
UCI 
Classe CH el nom de la qual comen~a 
amb el prefix Cmp. Aquesta classe 
normalment s'implementara amb el 
patr6 d'enginyeria del software 
Singleton i la seva instancia contindra 
diversos apuntadors a instancies de 
classes 
Representa cadascuna de les Es materialitzen via classes de C++. La 
classes que no s6n classes de nomenclatura es pot veure a cadascun 
deis 
Representa classes que fan la Es materialitza via classes de CH el 
funci6 d'interfície d'un mOdul nom de les quals comen~a per Bnd. 
funcional. Tota la funcionalitat d'un 
BoundaryClass modul que es consumeixi des 
d'altres moduls s'ha de consumir 
des deis metodes exposats per 
classes 
ControlClass 
EntityClass 
Relació 
Representa classes que fan la Es materialitza via classes de C++ el 
funci6 de controlador del fluxe nom de les quals comen~a per Cnt. 
d'execuci6 de la d'un modul. 
Representa a classes que Es materialitza via classes de CH el 
representen conceptes del domini nom de les quals comen~a per E. 
de l'aplicaci6 com pot ser per 
exemple una posici6 donada en un 
tauler d'escacs 
Representa a relacions 
classes de diferents tipus 
entre 
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En la majoria deis casos es 
materialitzara mitjan~ant atributs de 
classes CH. En algun cas especial seria 
possible representar-ho com una 
classe( i.e associacions amb cardinalitat 
N-N) encara que en aquest projecte no 
ha estat necessari. 
5.3 Disseny tecnic deIs components del sistema. 
En el següent diagrama es pot veure la descomposició que s'ha fet del sistema en components 
d'acord amb els moduls funcionals identificats a I'apartat 4.2. 
En la part central del diagrama en blau es poden veure els components principals del programa 
que I'únic que fan és aglutinar els diferents subcomponents que aporten la funcionalitat del 
sistema. Com s'ha indicat a I'anterior apartat, totes les classes que comencen en Cmp 
representen components i les que comences per Bnd són classes boundary( frontera) que 
exposen la funcionalitat del modul als altres moduls. Com es pot observar, per motius de 
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claredat, en aquest primer diagrama només s'han dibuixat les classes Boundary(interfícies deis 
componentsl, els components i els subcomponents. En els següents subapartats descriurem 
amb més detall cadascun deis components, les classes que el composen i els fluxes d'execuci6 
més importants associats a cadascun d'ells. 
5.3.1 Disseny del component Controlador del Motor 
5.3.1.1 Estructura interna 
En el següent diagrama es presenta de manera més detallada I'estructura interna del 
component Controlador Motor les funcions principals del qual s6n les següents: 
• Comunicaci6 amb la interficie grilfica mitjan~ant el protocol UCI. 
• Orquestraci6 i coordinaci6 deis serveis oferts per els altres moduls per tal d'acabar 
enviant a la interficie grafica la informaci6 que sol·licita. 
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5.3.1.2 Classe CmpControladorMotor 
Dades general s 
A continuació presentem una serie de diagrames de seqüencia que jJ·lustren graticament el 
comportament associat als metodes més importants d'aquesta classe. 
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.,. 
10 t:===t:==1J::UJ... .. .. luCau 
Diagrama 51 
Diagrama 52 
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Diagrama S3 
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5.3.1.3 Classe CntDriverMotor 
Dades generals 
Nom: 
Tipus: 
A continuaci6 presentem una serie de diagrames de seqüencia que il·lustren graficament el 
comportament associat als metodes més importants d'aquesta classe. 
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Diagrama 54 
Diagrama Al 
94 
In 
m 
Diagrama SS 
5.3.1.4 Classe CntThreadMTDF 
Dades generals 
A continuació presentem una serie de diagrames de seqüencia que iI·lustren graticament el 
comportament associat als metodes més importants d'aquesta elasse. 
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5.3.1.5 Classe CntThreadStoper 
Dades generals 
Nom: 
Tipus: 
A continuació presentem un diagrama de seqüencia que iI·lustra grilficament el comportament 
associat als metodes més importants d'aquesta classe. 
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5.3.1.6 Classe EComandaUCI 
Dades generals 
Nom: 
Tipus: 
98 
5.3.1.7 Classe BndLectorEntrada 
Dades generals 
Nom: 
Tipus: 
Descripció: 
5.3.1.8 Classe BndEscriptorSortida 
Dades general s 
Nom: 
Tipus: 
5.3.1.9 Classe CntThreadEsclau 
Dades generals 
Nom: 
Tipus: 
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5.3.2 Disseny del component Representació de Posicions 
5.3.2.1 Estructura interna 
En el següent diagrama es presenta de manera més detallada I'estructura interna del 
component Representació Posicions les funcions principals del qual són les següents: 
• Representaci6 de la posici6 actual del tauler 
• Parsing de posicions en format FEN i traducci6 al model de dades interno 
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5.3.2.2 C1asse CmpRepPosícions 
Dades generals 
Nom: 
Descripció: 
A continuació presentem un diagrama de seqülmcia que iI·lustra graticament el comportament 
associat als metodes més importants d'aquesta classe. 
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5.3.2.3 Classe ETauler 
Dades generals 
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5.3.2.4 Classe BndConfiguracioPosicio 
Dades generals 
Nom: 
Tipus: 
5.3.2.5 Classe EZobrisWict 
Dades generals 
Nom: 
Tipus: 
Descripció: 
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5.3.3 Disseny del component Avaluació de Posicions. 
5.3.3.1 Estructura interna 
En el següent diagrama es presenta de manera més detallada l' estructura interna del 
component Ava/uació de Posicions la funció principal del qual és la de fer I'avaluació de 
posicions mitjan~ant una funció heur[stica com la descrita a I'apartat 2.4. 
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5.3.3.2 Classe CmpAvalPosicions 
Dades generals 
Nom: 
Tipus: 
Descripció: 
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5.3.3.3 C1asse BndEvalSenzill 
Dades generals 
Nom: 
Tipus: 
5.3.4 Disseny del component Generació Moviments 
5.3.4.1 Estructura interna 
En el següents diagrames es presenta de manera detallada I'estructura interna del component 
Generació de Moviments la funció principal és la de generar els moviments legals que es poden 
jugar en una posició donada. En el primer diagrama s'i!-lustra el modul en general i en la resta 
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de diagrames es detallen les classes específiques involucrades en la generació deis moviments 
de cada pe~. 
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110 
111 
112 
113 
114 
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5.3.4.2 C1asse CmpGenMovs 
Dades generals 
Nom: 
Tipus: 
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5.3.4.3 Classe BndGeneracioMoviments 
Dades generals 
Nom: 
Tipus: 
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119 
120 
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5.3.4.4 C1asse BndAplicarMoviment 
Dades generals 
Nom: 
Tipus: 
5.3.4.5 C1asse BndDesferMoviment 
Dades generals 
Nom: 
Tipus: 
5.3.4.6 C1asse CntGenMovsTorre 
Dades generals 
Nom: 
Tipus: 
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5.3.4.7 Classe CntGenMovsAlfil 
Dades generals 
Nom: 
Tipus: 
5.3.4.8 Classe CntGenMovsDama 
Dades generals 
Nom: 
Tipus: 
Genera tots els 
totes lesdames tenint cura de no' 
fer jUgades i\-legals. 
5.3.4.9 Classe CntGenMovsCavall 
Vades generals 
Nom: 
Descripció: 
Operadons 
més 
importants: 
Control 
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Nom Descripci6 'Diagrama 
GenMovs Genera tots els moviments de -
totsels cavalls tenint cura de no 
fer jugades ¡!-Iegals. 
5.3.4.10 Classe CntGenMovsPeo 
Dades generals 
Nom: 
Tipus: 
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5.3.4.11 Classe CntGenMovsRei 
Dades general s 
Nom: 
----
Tipus: 
124 
5.3.5 Disseny del component Algorísmica de Cerca 
5.3.5.1 Estructura interna 
Aquest component conté, lIevat de I'algorisme de profunditat iterativa, tots els objectes i 
metodes referents a I'algorfsmica de Cerca. En el següent diagrama es poden veure les classes 
que el composen i la seva estructura interna: 
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5.3.5.2 C1asse CmpCerca 
Dades generals 
Nom: 
---
Tipus: 
126 
5.3.5.3 Classe BndAlphaBetaTT 
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6. Planificació i valoració economica del projecte 
l'objectiu d'aquest apartat és el de presentar la distribuci6 temporal inicial que es va fer de les 
tasques i la valoraci6 economica estimada de les mateixes. Comen~rem amb un punt 
d'introducci6 on s' explicara la metodologia utilitzada per desenvolupar el projecte. A 
continuaci6 presentarem la distribuci6 temporal de les iteracions i les seves etapes acabant 
finalment amb la valoraci6 economica. Tots els cronogrames i xifres presentats en aquest 
apartat seran contrastats amb els de l'execuci6 real del projecte per poder detectar i justificar 
les possibles desviacions que s'hagin produ"it. 
6.1 Metodologia de desenvolupament en espiral 
la metodologia escollida per desenvolupar aquest projecte és la coneguda com 
desenvolupament amb espiral. Aquesta consisteix. a grans trets. en dividir un projecte amb N 
iteracions(iteraci6 1. iteraci6 2 •... ) composta cadascuna per M tasques( i.e. presa de requisits. 
analisi. disseny i implementaci6. proves •... ) . Aquesta metodologia s'escull a causa de que es 
creu que aportara al projecte una gesti6 del risc adequada. El següent dibuix iI·lustra la 
distribuci6 de tasques d'aquesta metodologia: 
Aquesta metodologia. que és genérica. s'ha instanciat per al present projecte de la següent 
manera: 
• Iteracions totals : 4 
• 2 iteracions curtes(11 i 4!) 
• 2 iteracions lIargues(2! i 31) 
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6.2 Planificació temporal del projecte 
En el cronograma que es presenta a continuaci6 es poden veure les iteracions i tasques de les 
mateixes distribuides en el temps i valorades en esfor~les xifres estan en hores-persona): 
Del cronograma anterior, se'n dedueix el següent grilfic resum on es pot veure amb claredat 
I'esfor~ relatiu que es dedica a cada tasca dins cada iteraci6: 
6.3 Valoració economica del projecte 
El primer que necessitem per poder fer la valoraci6 economica del projecte és el cost que té la 
hora de cada rol que es dedicara al projecte. Per a aquest projecte es pro posa la següent tarifa: 
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Englnyer de Requlslts 
Analista 
OIS se nyador IProgram ador 
Beta Tester 
Docum e ntador 
Tanfa C/hora 
W~i1í:í?l$."l·:C' 
¡I;'i·,'ll':':~ 
1() 
"tQ, 
~/:,<, "llO! '1 
O'aquesta tarifa i del cronograma de I'apartat anterior es dedueix la següent distribució de 
costos directes: 
A partir de la distribució deis costos directes que acabe m de veure i deis costos indirectes 
aplicables al projecte, arribem a la següent taula on s'hi veuen reflectits els costos totals 
previstos del projecte: 
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Pel que fa al comput de les despeses deis costos del projecte s'han fet les següents 
consideracions: 
• El director dedicara al projecte una mitjana de dues hores mensuals 
• Els costos de hardware s6n els corresponents al cost d'un portiltil de 1000€ amortitzat 
a 36 mesos(vida útil d'un portatil) 
• No existeixen costos de software ja que el projecte es desenvolupa íntegrament amb 
Open Source 
• Els costos de despatx/oficina seran de 300€/mes per desenvolupador 
134 
7. Gestió i seguiment del desenvolupament del projecte 
En I'anterior apartat hem vist la planificaci6 en temps i diners del projecte. En aquest apartat 
veurem el cronograma real que s'ha seguit durant el desenvolupament del projecte, les 
desviacions que s'han produit i I'impacte global que aquestes han tingut de cara als costos del 
projecte. 
7.1 Cronograma real i desviacions 
El cronograma real de l' esfor~ incorregut en cadascuna de les tasques i iteracions ha sigut el 
següent: 
Que presenta la següent distribuci6 de tasques per iteraci6: 
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Si creuem el cronograma real amb la planificació inicial del projecte obtenim la següent taula 
de desviacions en hores: 
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7.2 Costos reals i desviacions 
En el següent quadre es presenten els costos imputables directament a desenvolupament del 
projecte: 
En la següent pagina es presenta un quadre resum de les desviacions que s'han produit durant 
el desenvolupament d'aquestes tasques( en esfor~ i en diners) 
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SegUlment ProJoctc de Final de Carrera 
Estore (Hon?-s) Cosí (C) 
.'4 •• #%1' ••••• ,.; 
-'d·· 
Ite ra CIO 1 
IteraclO 2 
Iteraclo 3 
Iteraclo 4 
Total E Requlslts 25 25 O 000' ( 2250 2250 O 000% 
Total Analls 1 175 135 40 22 86" 12250 9450 2800 22 86 " 
" " 
Total Proves 100 103 5000 5125 
Total Documentaclo 100 160 5000 8000 
11 .,. .. 
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Sumant als costos directes els indirectes obtenim la següent taula amb els costos totals del 
projecte: 
Creuant aquestes dades amb el pressupost inicial que havíem fet ens surten les següents 
desviacions: 
• • • • • • • • 
D • D, o • D -, 
• " .- • • .- • • • !lO ... • . , . ..... 
...., t- • 
• • • ". • • '-1_ • • 
• 
1, agrupant tots els costos que hem vist a I'apartat de pressupost amb les dades reals d'aquest 
apartat, ens surt la següent taula resum de costos i desviacions: 
Costos globals del Pro)ecte(€) 
Pressupost OesVlacro ) Desv 
Costos Ind,rectes 
Costos 01 recte s 
Total 44780 52133 
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8. Manual d'instaHació 
En aquest apartat es descriuran els passosa seguir per instaHar el software desenvolupat 
durant aquest projeete. Aquest procés s'ha dividit en dues tasques: la instaHació de la 
interfície gratica( software de tercers) i la instaHació del motor d'escacs( software 
desenvolupat). 
Pel que fa al sistema operatiu, aquí es descriu la instaHació en Windows encara que, donat 
que el codi font és totalment portable, el sistema també és insta Hable en altres sistemes 
operatius com per exemple Linux. 
8.1lnstaHació de la interfície grafica 
De cara a oferir un exemple complet d'instaHació, es descriu aquí la instaHació de la interfície 
gratica gratuita Arena encara que en teoria és possible instaHar el motor en qualsevol 
interficie gratica que implementi el protocol UCI com per exemple les del fabricant ChessBasee 
o les del fabricant Chess Informante. 
Bienvenido al asistente de 
instalaciOn de Arena 2.0.1 
Este prog!""'" n.taIoráArena 2.0.1 en ou sistema. 
Se ,oca,,;'" da "'" cienelodao la. demás aplicacione • ..-.te. 
de """'"'"'. 
Haga cic en Siguiente paro """'"'"'. o en ConceIor paro ooIir 
de lo instoloci6n. 
Un cop en la pantalla de benvinguda, senzillament fem click al botó "Siguiente" i passem a la 
pantalla que es mostra a continuació. 
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5 ........ lalArpeho de DeoIino 
¿D6rde debe instalaRe Arena 2.0.1? 
l'objectiu d'aquesta pantalla és el de seleccionar el directori d'instaHació. l'usuari té la 
llibertat aquí de seleccionar el directori que més Ii convingui. A partir d'aquest punt, ens 
referim al directori seleccionat per I'usuari mitjan~ant la variable logica 
<DIRECTORUNSTALACIÓ>. 
S .. 1: ...... C-.anecilea 
¿Qué con.,o" .. 1Ieo deben inotaIar ... ? 
FIogo 
Engine Prodoo 1.5 
Engine Anmon 
E ngine Nejmet 
Engine Drogan 
Engine AIifian 
Engine Hermom 
Engine Spb 
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En aquesta pantalla, seleccionem els components a instaHar. l'únic component estricament 
requerit és el que s'assenyala amb vermell. Els altres s6n altres motors de cerca( com el que 
s'ha implementat en aquest projecte), llibres d'obertures i paquets de lIenguatge. l'usuari, a 
part de la interfície que és requerida, pot seleccionar els components que estimi oportuns. 
Actualment no esta disponible cap versi6 en catala o castella de la interffcie. 
111l",'.¡I,1I l\'I'lld /.0.1 ¡Bl 
SeIec oio"" la CaIpetII .... Menú Inicio 
¿Dónde deben coIocIne 101 acceooo diectoo del pIOIJ .... ? 
Aquesta pantalla permet posar nom i/o canviar la carpeta del menú d'inici de Windows on es 
coHocara elllan~ador de l'aplicaci6. 
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s ..... c ....... T_AIIio:ioIMIes 
¿Qué torea. adicionoIoo deben ......... 1 
Aquesta pantalla ens permet seleccionar quins tipus d'accessos directes es crearan per 
l'aplicaci6 així com també la tipologia de fitxers que s'hi associaran( i.e. els fitxers pgn s6n 
fitxers de texte en un format concret que emmagatzemen una o més partides). 
111..,1<1111 Arf'lId /.0.1 li!jl 
Uoto par_ InotaIar 
Ahora el programa está loto para iniciar la inotalación de Arena 2.0.1 en su 
sistema. 
Finalment, fent click al bot6/nsta/ar instaHem el programa. 
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8.2 InstaHació del motor d'inteHigencia 
Un cop instaHada la interfície grilfica, ens resta només ter la instaHació del motor i connectar-
lo amb la interffcie. 
8.Z.1 Copia deis fitxers del motor 
El motor d'escacs es pot copiar en principi en qualsevol carpeta pero es recomana ter-ho a la 
carpeta que la instaHació ha creat per a tal etecte: <DIRECTORUNSTALACIO>\Engines. 
Així dones, aquesta primera etapa consisteix solament en la copia de la carpeta 
MotorPFC(present en el CO annexat) al directori <DIRECTORUNSTALACIÓ>\Engines. 
8.Z.Z Connexió del Motor a la interfície grafica 
La primera passa a ter en aquesta tasca és obrir la interfície grilfica: 
Un cop a dins, seleccionem la opció Manage del menú Engines: 
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En el quadre de dialeg que apareix seleccionem la pestanya Details: 
Per tal d'afegir el motor fem click en el botó New: 
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En el dialeg que apareix, seleccionem el titxer executable contingut a la carpeta que hem 
copiat al principi i li pose m un nom descriptiu al motor com per exemple MotorPFC. A 
continuació fem click a Aceptar i després al botó OK i ja tenim el motor d'escacs connectat a la 
interfície grafica. 
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9. Manual d'usuari 
En aquest apartat descriurem les funcionalitats basiques de la interficie que ens permetran 
utilitzar el motor d'inteHigE!ncia desenvolupat. 
9.1 Nova partida 
Per tal de poder comen~ar a jugar, el primer que necessitem és una nova partida. Per crear-la 
farem click a File->New: 
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9.2 Introduir jugades 
Per introduir jugades en primer lIoc assenyalarem la casella on esta la pe~a que volem moure. 
Aquesta es ressaltara amb color fúcsia: 
A continuació, per tal d'acabar el moviment farem click a sobre de la casella destf i de seguida 
la pe~a que volem moure es traslladara de casella: 
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Acte seguit, el motor comen~ara a calcular la principallínia de joco 
1, finalment, quan s'ha acabat amb el calcul de la millar jugada aquesta sera efectuada en el 
tauler cedint un altre cap el torn al jugador huma: 
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En el cas de que s'hagi seleccionat una casella d'origen equivocada, sempre es pot tornar 
enrere fent click un altre cop a la casella(el contorn de color fúcsia es desactivara). 
Nota: Quan es comen~a una nova partida, per defecte el jugador huma juga amb blanques, 
per tal de cedir el color blanc a la maquina i jugar amb les peces negres sera suficient fer click 
en el menú Game->Mave Nowl 
9.3 Analitzar partida 
Aquesta funcionalitat permet analitzar partides que s'han jugat per tal de coneixer, per 
exemple, quines errades s'han comes. 
Per tal de poder analitzar una partida s'ha de seleccionar el mode d'analisi infinit mitjan~ant el 
botó Analyse. 
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A partir d'aquest moment el motor d'inteHigEmcia comen~a a calcular, de manera 
infinita segons I'algorisme de profunditat iterativa, la millor jugada des de la posició actual i va 
ensenyant la variant principal en el panell inferior. Des de la posici6 actual I'usuari pot 
retrocedir una jugada, avan~ar una jugada( si és que Ii queden jugades per avan~ar) o crear 
una variant. 
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10. Conclusions 
Els objectius d'aquest apartat són el següents: 
o Posar de manifest i sintetitzar els coneixements adquirits durant el desenvolupament 
del projecte 
o Descriure el grau d'assoliment deis objectius 
o Identificar, a posteriori, quines han estat les elaus de I'exit d'aquest projecte i quins 
errors no es tornarien a repetir. 
Portar a terme aquest projecte m'ha ajudat a aprofundir i ampliar els meus coneixements en 
les següents arees: 
o InteHigimeia artificial: Tots els fonaments teorics necessaris provenen d'aquesta 
disciplina gracies a la qual es coneixen tots els algorismes de cerca involucrats en la 
presa de decisions en jocs amb adversari 
o Coneixements específies del domini deis eseaes: Per tal de desenvolupar I'heurística 
necessaria per a I'avaluació de posicions m'ha calgut ampliar els meus coneixements 
posicionals del joco 
o Coneixements teenics: El fet d'haver d'implementar un software complex, com és un 
motor d'inteHigencia artificial per els escacs, m'ha portat a ampliar substancialment 
els meus coneixements tecnics específics del Jlenguatge C++ i moltes tecnologies 
periferiques que he necessitat utilitzar com per exemple Jlibreries multi-thread o 
llibreries d'automatització de proves unitaries. 
o Enginyeria del software: Desenvolupar un projecte de manera integral m'ha portat a 
haver de dominar i practicar totes les etapes involucrades en aquesta disciplina com 
per exemple I'analisi de requisits o la planificació del projecte. 
Pel que fa a I'assoliment deis objectius, es pot dir que s'han assolit tots: 
o Objectiu 1, estudi de les teeniques utilitzades en I'aetualitat: Tot i que no es un 
objectiu mesurable de manera quantitativa, podem dir que I'objectiu s'ha assolít ja 
que el projectista coneix en I'actualitat la majoria de tecniques utilitzades en els 
software més potents de domini públic.( Pot ser que hi hagin coneixements no 
publicats utilitzats per els softwares comercials). 
o Objectiu 2, implementació d'un programa que jugui al nivel! de 1900 ELO: Aquest 
objectiu és mesurable i s'ha complert. De 50 partides de prova jugades en el servidor 
freechess.org contra jugadors amb un elo entre 1800 i 1900 , el software 
desenvolupat n'ha guanyat 48 i n'ha empatat dues. 
o Objectiu 3, implementació del protocol UCI: També assolit. Tota la funcionalitat del 
software es pot utilitzar íntegrament des de qualsevol interfície gratica que 
implementi el protocol UCI. 
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En tercera instancia, les claus de I'exit que he anat identificant durant el transcurs del projecte 
són les següents: 
• Planificació del projecte i replanificació tant bon punt es detecta una desviació. 
• Seguiment del projecte intentant complir les fites proposades de manera fidedigne. 
• Prototipatge en cada iteració per identificar riscos potencials. 
• Documentar-se bé sobre les tecniques ja inventades evitant reinventar la roda. 
• Utilitzar una bona metodologia d'Enginyeria del Software. 
• Documentar el software durant tot el projecte evitant deixar-ho per el final. 
• Utilització de Software Open Source. 
Ja per acabar, hem resta comentar aquells errors comesos que crec que hauria d'evitar repetir: 
• Compaginar el desenvolupament alhora de dos projecte de mota envergadura. 
• Valorar un projecte sense basar-me amb algun antecedent( encara que no sigui un 
projecte identic). 
• No recaptar informació suficient quan s'esta provant el software. 
• Comen~ar un projecte des de zero: molt millor aprofitar codi Open Source i centrarse 
en la innovació. 
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11. Glossari 
» 1.- ELO: Puntuació que atorguen les federacions als jugadors d'escacs en funció deis 
resultats en les seves partides que serveix després per elaborar rankings. 
» 2.-UCI(Universal Chess Interface): Protocol estimdard de comunicació que implementen 
algunes interfícies i motors d'escacs que amb I'objectiu de que aquests dos components 
siguin substitu"ibles i reutilitzables. 
» 3.-Caiguda de bandera: Expressió utilitzada per fer referencia al fet de que s'acabi el 
temps d'un jugador. El jugador al qual se Ii acaba el temps, perd automaticament la 
partida. 
» 4.-Mode d'analisi que ofereixen la majoria d'interfícies grafiques que permet analitzar 
durant un temps indefinit a priori una posició donada actualitzant contínuament per 
pantalla el resultat de la cerca. Aquest mode té sentit quan el motor de cerca ha 
implementat I'algorisme de profunditat iterativa i permet aprofundir en aquelles 
posicions que no una puntuació clara. 
» 5.-Línia/Variant Principal: Seqüencia optima de jugades assumint un joc perfecte per part 
deis dos rivals respecte d'una funció d'avaluació donada. 
» 6.-Analisi retrospectiu: Analisi que es fa a una partida d'escacs un cop jugada amb la 
finalitat de detectar errades en les jugades que ha fet cadascun deis dos jugadors. 
» 7.-Taules per ofegat: Empat que es dona quan un deis jugadors no té cap jugada legal a la 
seva disposició i el seu rei no es troba en escac. 
» 8.- Motor d'escacs: Part d'un software d'escacs encarregada de proporcionar tota la 
funcionalitat relacionada amb la inteHigencia del joco 
» 9.-Chaturanga: Joc antic de batalla estrategica considerat antecessor deis escacs. 
» 10.-Escac i mato Objectiu final d'una partida d'escacs. Quan s'amena~a al rei rival i aquest 
no pot fugir de I'amena~a es diu que s'ha donat escac i mat al rival i aquest guanya la 
partida. 
» 11.-Final de partida: Fase terminal del joc caracteritzada per la presencia de poques peces 
en el tauler provocant sovint que el desenlla~ de la partida sigui ciar si no es cometen 
errades. 
» 12.- Zugzwang: Situació atípica que es dona en algunes partides en la qual el jugador que 
té el tom tindria una posició millor si Ii toqués moure al rival 
» 13.- Peons doblats: Situació en la qual dos peons del mate ix color ocupen una mateixa 
columna. Es considera una debilitat estrategica a lIarg pla~ a causa de la redu"ida mobilitat 
d'aquesta pe~a. 
» 14.- Obertura: Fase inicial de la partida on hi han encara la majoria de peces en joco És la 
fase més incerta del joc i en la qual el calcul que realitzen els programes resulta de menys 
utilitat. 
» 15.-FEN(Forsylh-Edwards Notation): Notació estandard que permet representar de 
manera compacte posicions d'escacs arbitraries. Fou utilitzada inicialment per jugar 
partides per correspondencia i en I'actualitat I'utilitza el protocol UCI per descriure 
posicions. 
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