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 Lyhenne- ja käsiteluettelo 
CLOB Character Large Object; tietotyyppi, johon voidaan varastoida suuria 
määriä tekstimuotoista tietoa. CLOB-muuttujaan tallennettu tieto sijait-
see palvelimen kiintolevyllä. [1, s. 388–408.] 
Cron UNIX/Linux-käyttöjärjestelmien ajastuspalvelu. Mahdollistaa tietyn 
komennon tai komentosarjan ajamisen ennalta määrätyllä ajanhetkellä. 
CSV Comma-separated Values; tekstimuotoinen tiedostoformaatti johon tal-
lennetaan erityisesti taulukkomuotoista tietoa. Taulukon kentät ovat ero-
teltu toisistaan pilkuilla ja rivit rivinvaihdoin. 
DOM Document Object Model; dokumenttioliomalli; alustasta ja ohjelmointi-
kielestä riippumaton rajapinta XML-dokumenttien käsittelyyn. Se kuvaa 
dokumentin elementtihierarkian puurakenteena. 
DTD Document Type Definition; merkintäkieli, jolla määritellään XML-
dokumentin rakenne. DTD määrittelee XML-dokumenttiin kuuluvat 
elementit, elementtien sallitun sisällön ja attribuutit. 
EPM Enterprise Project Management; Microsoft Officen projektinhallintaan 
erikoistunut palvelinratkaisu.  
FTP File Transfer Protocol; tiedonsiirtoprotokolla kahden tietokoneen välille. 
HTTP Hypertext Transfer Protocol; hypertekstin siirtoprotokolla; Internet-
palvelimien käyttämä sovelluskerroksessa toimiva tiedonsiirtoprotokol-
la. 
HTTPS Hypertext Transfer Protocol Secure; salattu HTTP-protokolla 
GUID Globally Unique Identifier; ohjelmistoissa käytetty ID:n erikoistapaus, 
joka on yksikäsitteinen koko ympäristössään. 
ID Identifier; tunniste; ohjelmistoissa ja tietokannoissa käytettynä ID tar-
koittaa yleensä yksikäsitteistä kokonaislukua. 
iNetto  International (suomeksi kansainvälinen) Nykyaikaisen ElementtiToimit-
tajan ToiminnanOhjaus; Consolis-konsernin toiminnanohjausjärjestelmä. 
integraatio Kahden tai useamman erillisen asian yhdistäminen yhdeksi. 
intranet lähiverkko; eristetty tietokoneverkko; yleensä organisaation oma 
TCP/IP-tiedonsiirtoprotokollaa käyttävä lähiverkko, johon ulkopuolisilla 
ei ole pääsyä julkisesta Internet-verkosta. 
 
 PMDESKTOP 
Project Manager’s Desktop; projektipäällikön työpöytä; PMT-projektin 
myötä kehitteillä oleva iNeton näyttö. Näyttö tarjoaa projektipäällikölle 
yleiskatsauksen projekteistaan. Näytöltä on myös liittymiä moniin eri 
iNeton moduuleihin. 
PL/SQL Procedural Language/Structured Query Language; Oraclen prose-
duraalinen laajennuskieli SQL-kielelle. PL/SQL ohjelmointikielellä voi-
daan toteuttaa Oracle-tietokannan tietokantafunktiot, tietokantaherätti-
met ja tietokantaproseduurit. [1, s. 3, 4.] 
PMT Project Management Toolkit; projektinhallinnan työkalut. 
PWA Project Web Access; EPM-järjestelmän WWW-käyttöliittymä.  
RDBMS Relational Database Management System; relaatiotietokannanhallintajär-
jestelmä. RDBMS:ään sisältyy tiedon säilöntä ja hallintaominaisuudet. 
Kaikki tiedot tallennetaan tauluihin ja niiden käsittely tapahtuu käyttäen 
SQL-kieltä tai sen johdannaisia. [2.] 
SAX Simple API for XML; Yksinkertainen rajapinta XML:lle; sarjamuotoi-
nen XML-dokumentin ohjelmointirajapinta. Toisin kuin DOM, se mah-
dollistaa keskusmuistia suurempien XML-dokumenttien käsittelemisen. 
SOAP Simple Object Access Protocol; XML-pohjainen tiedonsiirtoprotokolla 
Web Service -arkkitehtuurissa. 
SQL Structured Query Language; relaatiotietokannassa olevan tiedon määrit-
tely- ja käsittelykieli. 
TCP/IP Transmission Control Protocol / Internet Protocol; tietokoneverkoissa 
käytetty usean eri tiedonsiirtoprotokollan yhdistelmä. 
Tietokantanäkymä (view) 
 Virtuaalinen tietokantataulu. Tietokantanäkymä määrittelee tietokanta-
kyselyn, jolla haetaan tietoa tietokantatauluista. 
Tietokantapaketti 
 Relaatiotietokannan tietosanakirjaan tallennettu aliohjelmapaketti, joka 
sisältää yksittäisiä muuttujia, tietokantafunktioita ja tietokantaproseduu-
reja. [1, s. 3 & 4.] 
Tietokantaproseduuri 
 Relaatiotietokannan tietosanakirjaan tallennettu aliohjelma. Mahdollistaa 
tiedon käsittelylogiikan siirtämisen pois sovellusohjelmista. [1, s. 3 & 4.] 
 URL Uniform Resource Locator; merkkijono, jota käytetään osoittamaan In-
ternet-sivuja. 
W3C World Wide Web Consortium; kansainvälinen yhteisöjen yhteenliittymä, 
joka kehittää Internetin standardeja ja suosituksia. 
XML Extensible Markup Language; alustariippumaton tekstimuotoinen mer-
kintäkieli tai standardi, jolla kuvataan rakenteista tietoa. 
XPath XML Path Language; XML-polkukieli. XPath-kielellä osoitetaan osia 
XML-dokumentista. 
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1   Johdanto 
Tämä insinöörityö on tehty Consolis Oy Ab:lle. Consolis on Euroopan johtava esijänni-
tettyjä betonituotteita valmistava yritys. Consolis tarjoaa kokonaisvaltaisia ratkaisuja 
rakennus- ja infrastruktuuriprojekteille. Consolis-konsernissa työskentelee yli 10 000 
henkilöä, ja sillä on toimintaa 25 eri maassa. [3.] 
Betonielementtiliiketoimintaan kuuluu suunnittelun ja valmistuksen lisäksi myös näiden 
massiivisten betonielementtien kuljetus ja asennus työmailla. Tällaisen liiketoiminnan 
hallinnointi edellyttää sille räätälöidyn toiminnanohjausjärjestelmän käyttöä. Consolis-
konserni käyttää tähän tarkoitukseen toiminnanohjausjärjestelmää. 
Tässä työssä on kuvattu, kuinka Consolis-konsernin toiminnanohjausjärjestelmä integ-
roidaan Microsoft Office EPM -ratkaisun kanssa. Työn tuloksena konsernin työntekijät 
saavat käyttöönsä uuden työvälineen myyntiprojektien aikataulujen suunnittelemiseen ja 
seuraamiseen. Työ on osa laajempaa Consoliksen pohjoismaista PMT-projektia. PMT-
projekti keskittyy pääsääntöisesti projektien ja projektinhallintatyökalujen kehittämi-
seen.  
Työhön kuuluu Consoliksen toiminnanohjausjärjestelmään kohdistuneiden muutosten 
suunnittelu, toteutus ja testaus. Kirjallinen osuus toimii työn kattavana dokumentaationa 
sekä ohjeistuksena vastaavanlaisen integraation toteuttamiselle. Tarkastelun kohteina 
ovat myös vaihtoehtoiset toteutusmenetelmät ja integraation jatkokehitys. Työssä ei 
kuitenkaan oteta tarkemmin kantaa Microsoft Office EPM -ratkaisuun tehtyihin muu-
toksiin tai käytettyihin toteutustekniikoihin. 
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2   PMT-projekti 
2.1  Taustaa 
Consoliksen PMT-projekti käynnistyi vuonna 2006, vaatimuksinaan kehittää konsernin 
pohjoismaisten tytäryhtiöiden projektienhallintaa. PMT-projektin päämääränä on yhte-
näistää ja optimoida projektien läpivientiä tytäryhtiöiden sisällä. Tähän kuuluu prosessi-
en standardointi sekä parempien työkalujen määritteleminen ja käyttöönotto. Projektia 
kehitetään pohjoismaisella yhteistyöllä, mutta siinä kehitetyt järjestelmät ovat muiden-
kin tytäryhtiöiden käytettävissä. [4.] 
Projekti on kunnianhimoinen ja sen valmistuminen vaatii paljon resursseja. Projektin 
aihealue on laaja, mutta myös sen vaikutukset tulevat olemaan suuret. Liiketoiminnan 
ohjaaminen ja projektinhallinta tulee olemaan tytäryhtiöille huomattavasti sujuvampaa 
kuin se on tällä hetkellä. 
 
2.2  Osapuolet 
PMT-projektin projektiryhmään kuuluvat edustajat Consoliksen pohjoismaisista tytär-
yhtiöistä, jotka ovat Parma (Suomi), Spenncon (Norja) ja Strängbetong (Ruotsi). Kusta-
kin tytäryhtiöstä on valittu yksi projektipäällikkö edustamaan yhtiötään PMT-projektin 
kehitykseen. Projekti on Consolis-tasoinen projekti, joten tämän projektin projektipääl-
likköinä toimivat Consoliksen edustaja sekä ulkopuolinen konsultti. Projektin alussa 
määrittely- ja standardointivaiheessa mukana oli myös projektienhallintaan erikoistunut 
Consoliksen työharjoittelija. [4.] 
Tytäryhtiöiden projektipäälliköt järjestävät myös yhtiöidensä sisäisiä PMT-projektiin 
liittyviä projektipalavereita. Näissä palavereissa on tarkoituksena käydä läpi PMT-
projektiin liittyviä asioita tarkemmalla tasolla kunkin tytäryhtiön omasta näkökulmasta. 
Järjestelmäasiantuntijat tulivat mukaan PMT-projektiin syksyllä 2008. Järjestelmäasian-
tuntijoiden tehtäviin kuuluu projektin aikana kehitettävien järjestelmien suunnittelu, 
kehitys ja testaus.  
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2.3  Tilanne 
Projektin aikataulu on viivästynyt alkuperäisistä määrittelyistä, joiden mukaan kaikki 
ohjelmistokehitys olisi tehty vuoden 2008 aikana. Projektiryhmä ei ollut osannut arvioi-
da oikein yhteisten päätösten, määrittelyiden ja kehitystyön viemää aikaa. 
Consoliksen tytäryhtiöissä PMT-projektilta odotetaan paljon. Liiketoiminnan ohjaus ja 
monet työntekijät tulevat hyötymään projektin tuotoksista. Tästä johtuen PMT-projektin 
sisältö on kokenut useita muutoksia ja lisäyksiä. Alun perin projektille kuulumattomia 
asioita onkin lisätty projektiin kehitettäviksi. Useat eri tahot haluavat hyötyä tästä pro-
jektista, koska konserni ja projektin johtoryhmä ovat antaneet projektille laajat resurssit 
ja vapaudet.  
PMT-projekti motivoi työntekijöitä tuomalla näille parempia ja tehokkaampia toimin-
tamalleja ja työkaluja. Parempien projektienhallintamenetelmien avulla tytäryhtiöt ovat 
myös entistä kilpailukykyisempiä kilpailijoidensa rinnalla. 
 
3   iNetto-toiminnanohjausjärjestelmä 
3.1  Esittely 
iNetto on Consolis-konsernin käyttämä ja hallinnoima toiminnanohjausjärjestelmä. 
Alun perin Consoliksen Suomen tytäryhtiössä Parmalla kehitetty Netto-
toiminnanohjausjärjestelmä, on tällä hetkellä käytössä kymmenessä eri eurooppalaisessa 
tytäryhtiössä nimellä iNetto. iNeton juuret alkavat 1998 vuodesta, josta lähtien järjes-
telmää on kehitetty yhtäjaksoisesti. Järjestelmän kehitystä on jatkettu käyttäjien tarpei-
den ja vaatimusten mukaan. Eritoten tästä johtuen se on erinomainen työkalu beto-
nielementtejä valmistavan yrityksen eri liiketoimintojen ohjaukseen. [5; 6.] 
Netto-toiminnanohjausjärjestelmän oikeudet siirtyivät Parmalta Consolikselle vuonna 
2002. Samalla järjestelmän nimi muutettiin iNetoksi ja se otettiin käyttöön muissakin 
konsernin tytäryhtiöissä. Kansainvälisen järjestelmän on tarkoitus yhtenäistää konsernin 
tytäryhtiöiden toimintaa. iNeton käyttö edellyttääkin tietynlaisia hyväksi todettuja toi-
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mintatapoja. Samoin kuin toimintatapojen yhtenäistäminen, myös tiedon varastointi on 
yhtenäistä. iNeton tietoja ylläpidetään tytäryhtiöiden kesken samoin, jolloin myös 
ylemmän tason raportointi on helpompaa. [5; 6.] 
Vaikka iNetto on Consolis-konsernin omistuksessa oleva järjestelmä, siitä on kehitetty 
myös julkinen versio ELiPlan. ELiPlan-toiminnanohjausjärjestelmä on karsittu versio 
iNetosta eikä se tarjoa kaikkia iNeton moduuleja. Sitä on myyty betoninelementtien 
valmistukseen tarvittavien laitteiden yhteydessä Yhdysvaltoihin ja eri puolille Euroop-
paa. [5; 6.] 
 
3.2  Moduulit 
iNetto-toiminnanohjausjärjestelmä koostuu useista moduuleista, joilla ohjataan yrityk-
sen eri toimintoja. Kaikki moduulit ovat aina käytettävissä, ja Consoliksen tytäryhtiöt 
voivat hyödyntää niitä itse parhaalla katsomallaan tavalla. Käyttö voi olla suunnattu 
vain tiettyihin moduuleihin tai hyödyntäen koko järjestelmää. Moduulit ja niiden pää-
ominaisuudet ovat esitetty seuraavassa luettelossa. [6.] 
Asiakkuudenhallinta 
– asiakkuudenhoito 
– henkilö- ja yhteystietojen hallinta 
– postituslistat 
Hankinnat ja materiaalit 
– varastotietojen hallinta 
– materiaalikulujen seuranta 
– materiaalitietojen hallinta 
– ostosopimukset 
Kunnossapito 
– kunnossapitohistoria 
– laite- ja varusterekisteri 
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– työmääräimet 
Laskutus 
– asiakkaan laskutus 
– laskutus projektin valmiusasteen mukaan 
Logistiikka 
– kuljetuksen kuorman suunnittelu 
– toimituksen rahtikirjat  
– varaston hallinta 
Projektin hallinta 
– asiakaspalautteet ja reklamaatiot 
– projektin aikatauluttaminen 
– suunnittelun, tuotannon, toimituksen ja asennuksen seuranta 
– yksittäisen elementin seuranta 
Tarjouslaskenta 
– myynnin hallinta 
– projektin kulujen arviointi 
– tarjousten suunnittelu ja seuranta 
Tuotannonohjaus 
– elementtien seuranta 
– laadun tarkkailu 
– materiaalikulutuksen tarkkailu 
Tuotannonsuunnittelu 
– elementtitietojen integrointi AddCad-suunnittelujärjestelmän kanssa  
– päivän valuohjelman ja toimituksen suunnittelu 
– tuotannon hieno- ja karkeakuormitus 
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Vaikka moduulit voivatkin toimia yksittäisinä, ne eivät silti ole eristettyjä. Tämä tarkoit-
taa sitä, ettei tieto ole suljettu pelkästään yksittäisen moduulin sisälle. Moduulit hyödyn-
tävät toisiansa, ja niillä on pääsy toistensa tietoihin. 
 
3.3  Maajako 
iNetto on Consolis-konsernin sisäinen toiminnanohjausjärjestelmä, jota ei kuitenkaan 
ole otettu käyttöön koko konsernin laajuisesti. Tällä hetkellä iNeton käyttäminen vaatii 
joko englannin, norjan, ruotsin tai suomen kielen osaamista. iNeton käyttöönottojen 
yhteydessä tytäryhtiöt saavat omat testi- ja tuotantotietokantansa, jolloin iNetossa yllä-
pidetyt tiedot ovat vain kyseisen tytäryhtiön saatavilla. iNeton tapauksessa tytäryhtiöja-
ko tarkoittaa jotakuinkin maajakoa (Suomi poikkeuksena). Tytäryhtiöiden omat tieto-
kannat ovat siis maakohtaisia tietokantoja. Tällä hetkellä iNeton tuotanto-osuus koostuu 
seuraavien maiden tytäryhtiöiden tietokannoista: Latvian, Liettuan, Norjan, Puolan, 
Ruotsin, Saksan, Suomen (Parman ja Rajavillen tietokannat), Tšekin, Venäjän ja Viron. 
Käyttäjätunnuksia iNetossa on yhteensä 1334 kappaletta, mikä tarkoittaa sitä, että iNet-
to-käyttäjiä on arviolta sama määrä. Käyttäjämäärät eivät jakaudu tasaisesti maiden kes-
ken. Suurin osa iNeton käyttäjistä toimii pohjoismaisissa tytäryhtiöissä. 
iNeton järjestelmäasetukset sijaitsevat pääosin tietokannoissa. Tämä mahdollistaa tietty-
jen asetusten räätälöinnin maakohtaisesti. Vaikka iNetto onkin perustoiminnoiltaan sa-
manlainen kaikkien tytäryhtiöiden kesken, sisältää se paljon tytäryhtiökohtaisia poikke-
uksia. Tytäryhtiöiden vaatimuksista iNettoon on kehitetty paljon varta vasten yksittäisil-
le tytäryhtiöille räätälöityjä toimintoja. 
 
3.4  Kehittäjät ja kehitysympäristö 
iNettoa ylläpitää päätoimisesti tällä hetkellä neljä Consoliksen järjestelmäkehittäjää. 
Consoliksen kehittäjien lisäksi iNettoa ylläpidetään ulkopuolisten konsulttien voimin. 
Kehittäjät huolehtivat uusista toiminnallisuuksista, ylläpitotoimenpiteistä, virheiden 
korjauksista ja järjestelmän käyttötuesta. 
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iNetto on tehty käyttäen Oraclen kehitystyökaluja ja tietokantaa. Käyttöliittymä perus-
tuu näyttöihin, jotka on tehty Oracle Forms -kehitystyökalulla. Formsilla voidaan luoda 
nopeasti toimivia sovelluskokonaisuuksia, mikä mahdollistaa nopean reagoinnin käyttä-
jien tarpeisiin. Forms-sovellukset ovat toimintavarmoja, mutta Forms-kehitysympäristö 
on vanhanaikainen. Vaikka tekniikka ei tarjoa kaikkia nykyaikaisia ominaisuuksia, se 
on silti tähän mennessä vastannut päätarpeisiin erittäin hyvin. iNetosta tulostettavien 
raporttien raporttipohjat on tehty Reportsilla, joka on myös Oraclen tuote.  
Osa iNeton toimintalogiikasta on siirretty näytöiltä tietokannan sisäisiin ohjelmayksi-
köihin. Tiedon käsittelylogiikkaa pyritään tulevaisuudessa siirtämään entistä enemmän 
pois sovellusohjelmista. Tällaiset tietokantaohjelmat toimivat Forms-ohjelmayksiköitä 
nopeammin ja ohjelmointikielen syntaksi kattaa laajemman määrän ominaisuuksia. Tie-
tokantaohjelmia voidaan käynnistää muualtakin kuin pelkästään Forms-sovelluksista, 
esimerkiksi suoraan järjestelmän komentoriviltä. 
iNeton kehityksessä ohjelmointikielenä käytetään pääasiassa Oraclen PL/SQL-
ohjelmointikieltä. PL/SQL-ohjelmointikieli on suunniteltu eritoten liiketoiminnan kan-
nalta tärkeisiin ohjelmistoihin, jotka suoritetaan Oraclen tietokannoissa. PL/SQL-
kielellä toteutetut tietokantaohjelmat sijaitsevat myös itse tietokannoissa, joten ne käsit-
televät tietoa erittäin tehokkaasti. PL/SQL on SQL-kielen proseduraalinen laajennus, ja 
se on integroitu SQL-suorittimen kanssa. PL/SQL-ohjelmointikielellä tiedon käsittely 
noudattaa SQL-kielen perustoimintoja ja syntaksia. Uusimmat Oraclen tietokantaversiot 
tarjoavat PL/SQL-ohjelmointituen muun muassa sähköpostinlähetykseen, Web Services 
-palvelurajapintaan ja XML-tiedon käsittelyyn. [1, s. 3, 4 & 8; 7] 
iNeton tietovarastona on Oracle 10g -relaatiotietokanta (RDBMS), joka toimii kahdella 
Red Hat Enterprise Linux -palvelimella. Kyseessä on klusteripalvelinjärjestelmä, jossa 
kumpikin palvelin sisältää täysin identtiset tietokannat. Istunnon aloitushetkellä yhteys 
ohjataan automaattisesti palvelimeen, jossa on vähemmän kuormaa. Klusterijärjestel-
män ansiosta järjestelmä toimii raskaasti kuormitettuna nopeammin ja luotettavammin 
kuin yhden palvelimen järjestelmä. iNeton testitietokannat eivät tarvitse klusteria, joten 
ne toimivat yhdellä palvelimella. Kaikki Consoliksen palvelimet sijaitsevat intranetissä 
toistensa saatavilla. Intranet takaa hyvän tietoturvallisuuden ja nopeat yhteydet palveli-
mien välillä. 
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Nykyisin käytössä oleva iNeton 3i-versio poikkeaa edeltäjästään V3-versiosta siten, että 
kyseessä on Internet-selaimessa toimiva asiakastason Java-appletti. Vanhempaa V3-ver-
siota, käytettiin työpöytäsovelluksena etätyöpöytäsovelluksen kautta. Nykyinen iNetto 
ei tarvitse erikseen minkäänlaisia asennustoimenpiteitä. Näin sen käyttöönotto tytäryh-
tiöissä vaatii vähemmän resursseja. Vaikka sovellus toimiikin Internet-selaimessa, visu-
aalinen ilme vaikuttaa silti työpöytäsovellukselta. Java-appletissa myös käyttäjän näp-
päinsyötteet ohjautuvat käsiteltäväksi asiakassovellukselle, eivätkä Internet-selaimelle.  
 
4   Microsoft Office EPM -ratkaisu 
Microsoft Office Enterprise Project Management (EPM) -ratkaisu on projekti- ja portfo-
lioyhteistyöympäristö. Microsoftin projektinhallintaympäristö tarjoaa työkalut projekti-
en hallintaan ja seuraamiseen. EPM-ratkaisusta tai -järjestelmästä puhuttaessa tarkoite-
taan monen tuotteen yhdistettyä palvelinratkaisua. Palvelinratkaisu sisältää seuraavat 
tuotteet: Office Project Server 2007, Office Professional 2007, Office Project Web Ac-
cess (PWA) ja SQL Server 2005. 
– Project Server 2007:n ominaisuuksiin kuuluu resurssienhallinta, aikataulutus ja 
raportointi. Project Serverin avulla yritysten projektitiedot tallennetaan keskite-
tysti palvelimen tietokantaan. Project Serverin tietokantana toimii SQL Server 
2005. [8.] 
– Project Serverin toimintoja voidaan käyttää Internet-selaimessa Office PWA In-
ternet-sivustolla. PWA:ta ja sen ominaisuuksia voidaan räätälöidä tarpeiden mu-
kaan. Liitteessä 1 on kuvankaappaus PWA-käyttöliittymän projektinäkymästä. 
[8.] 
– Project Professional 2007 on Microsoft Officen projektinhallintasovellus. Ky-
seessä on työpöytäsovellus (kuvankaappaus liitteessä 2) ja sillä voidaan myös 
hallinnoida Project Serverin tietokannassa olevia projekteja. Professional tarjoaa 
PWA:ta edistyksellisemmän käyttöliittymän ja useita PWA:sta puuttuvia toimin-
toja. Professionalin käyttö edellyttää sovelluksen asentamisen käyttäjän tietoko-
neelle. [8.] 
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Käytössä oleva EPM-palvelinratkaisu sijaitsee Consoliksen intranetissä, joten se on yri-
tyksen henkilöstön ja sovelluksien saatavilla. Consoliksen EPM-palvelinratkaisu käyttää 
käyttöjärjestelmänään Microsoft Windows Server 2003:a. 
EPM-järjestelmän käyttäminen aloitetaan iNetosta PWA-käyttöliittymän kautta. Tätä 
kautta on mahdollista siirtyä myös Project Professionaliin. PWA-käyttöliittymä avataan 
iNetosta Internet-selaimeen tietyllä URL:lla. Projektin luontia ja avausta varten on käy-
tössä kummallekin omat URL:t. Nämä URL:t on tallennettu iNeton tietokantaan 
YLEISTIETO-tauluun. YLEISTIETO-taulu sisältää lukuisia asetuksia, osoitteita ja 
määrityksiä. Näillä taulun riveillä olevia tietoja voidaan hyödyntää iNeton sovelluksis-
sa, ja ne ovat myös pohjana joillekin maakohtaisille räätälöinneille.  
 
5   iNeton ja EPM-järjestelmän integraatio 
5.1  Tarpeet ja vaatimukset 
Ennen integraation toteuttamista tytäryhtiöillä ei ole ollut hyviä työkaluja aikatauluttaa 
tai seurata myyntiprojektejaan. iNetolla tietojen hallinta ja seuraaminen on työlästä eikä 
käytettävyys ole projektiryhmän vaatimusten mukainen. 
Aluksi projektiryhmä mietti iNeton kehittämistä paremmaksi projektinhallintaympäris-
töksi. Projektiryhmä halusi projektienhallintaan työkalun, joka pystyisi muun muassa 
esittämään kaavioita projektien aikatauluista. Oracle Forms -kehitysympäristö ei tosin 
tarjoa hyviä työkaluja kaavioiden tai visuaalisten toimintojen kehitykseen. Haluttiin 
myös välttyä uusien projektinhallintaan tarkoitettujen toimintojen kehitykseltä. Erillisen 
projektinhallintaohjelmiston käyttö tuntui projektiryhmän mielestä parhaalta ratkaisulta. 
Microsoft Office Project tarjoaa projektienhallintaan visuaalisen ja helppokäyttöisen 
työkalun. Ohjelmistoa onkin jo käytetty tytäryhtiöissä joidenkin projektien aikataulut-
tamiseen, mutta projektitiedot on jouduttu syöttämään järjestelmään käsin. Office Pro-
jectin EPM-palvelinratkaisu mahdollistaa tietojen integroinnin järjestelmien välillä. 
iNeton ja EPM-järjestelmän integraation avulla saadaan järjestelmien keskinäinen tie-
donvälitys automaattiseksi. 
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iNeton projekteista puhuttaessa tarkoitetaan myyntiprojekteja. Myyntiprojektit alkavat 
jo asiakkaalle tehdystä tarjouksesta. Myyjät sopivat asiakkaan kanssa tuotteista ja aika-
tauluista. Vaikka tuotteita ei ole tässä vaiheessa edes vielä välttämättä myyty, joutuvat 
myyjät suunnittelemaan projektin aikataulutuksen hyvin tarkasti tuotteiden suunnittelus-
ta kuljetukseen asti. Kun tarjous on saatu myytyä asiakkaalle, kehittyy siitä tilaus ja 
vastuu projektista siirtyy projektipäällikölle. Tarjous ja tilaus ovat käytännössä samaa 
projektia, ja ne on myös tietokantatasolla linkitetty toisiinsa. Aluksi PMT-projektin pro-
jektiryhmä ei pitänyt tarjousvaiheen integrointia EPM-järjestelmän kanssa tarpeellisena. 
PMT-projektin jatkomäärittelyissä tarjousvaiheen integraatio kuitenkin todettiin olevan 
myyjille hyödyllinen. Graafisen raportoinnin ansiosta projektista voidaan esimerkiksi 
toimittaa asiakkaalle näyttävä Gantt-kaavio projektin aikataulusta.  
Myös projektipäälliköt hyötyvät EPM-järjestelmän graafisesta ja helppokäyttöisestä 
käyttöliittymästä. Aikataulujen muokkaaminen ja isojen kokonaisuuksien hallitseminen 
on helpompaa kuin iNetossa. Kokonaisen projektin aikataulun siirtäminen vaatii iNetos-
sa useiden eri päivämäärien syöttämistä käsin uudelleen. EPM-järjestelmä tarjoaa myös 
projektitietojen pohjalta muodostettuja erikoisraportteja. Näiden hyödyntäminen otetaan 
mukaan vasta seuraavissa PMT-projektin kehitysvaiheissa. 
Integraation toteutus on varsin pieni osa PMT-projektia. PMT-projektin toiminnallisissa 
määrittelyissä ei edes oteta kantaa integraation toimintalogiikkaan [4]. Integraation toi-
mintalogiikan määrittely on tapahtunut lähinnä kehityksen ohella. 
5.2  Toimintalogiikka ja käyttö 
iNetto toimii integraation hallitsevana osapuolena. Tietosisältö luodaan ja sitä hallitaan 
pääasiallisesti iNetossa. iNetto siis tarjoaa projektitietoja EPM-järjestelmälle, joka sitten 
hyväksikäyttää alkuperäisistä kopioituja tietoja. Muuttuneet tiedot on mahdollista pa-
lauttaa takaisin iNettoon, jolloin ne päivitetään alkuperäisten iNeton tietojen päälle. 
EPM-järjestelmä toimii siis erillisenä käyttöliittymänä iNeton projektien aikatauluttami-
selle. 
Tiedonsiirto EPM-järjestelmään laukaistaan iNeton Projektipäällikön työpöytä -näytöltä 
(PMDESKTOP). Liitteessä 3 on kuvankaappaus kyseisestä näytöstä. Näyttö tarjoaa pro-
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jektipäälliköille yleiskatsauksen näiden tilauksista. Näytöllä esitetään tilauksen tietoja 
eri iNeton moduuleista, ja näytöltä on nopea pääsy tilauksen toimintoihin. Näytöltä vie-
dään iNeton projektitiedot EPM-järjestelmään, mutta sieltä myös avataan EPM-
järjestelmän PWA-käyttöliittymä Internet-selaimeen. Tiedonsiirto EPM-järjestelmään 
tapahtuu näytöllä olevasta MS Project -napista. Napin toimintalogiikka on riippuvainen 
integraation tilanteesta, liitteessä 4 olevan vuokaavion kuvaamalla tavalla. Toimintalo-
giikkaa selvennetään seuraavaksi esimerkkitapauksin. 
 
Tapaus 1 – ensimmäinen kerta 
Projektitiedot viedään ensimmäisen kerran EPM-järjestelmään käytettäväksi. Näytöltä 
valitaan haluttu tilaus ja painetaan näytöllä olevaa MS Project -nappia, jolloin avautuu 
erillinen MS Project -ikkuna, koska tilauksen tiedot eivät ole vielä käsiteltävänä EPM-
järjestelmässä (toisin sanoen tilaus ei ole lukittuna). 
 
 
Kuva 1. MS Project -ikkuna 
Kuvassa 1 on kuvankaappaus MS Project -ikkunasta. Tässä vaiheessa määritellään joi-
takin integraation toimintoihin vaikuttavia tietoja. ”Merkitse lukituksi”-tieto kertoo iNe-
ton moduuleille, että tämän tilauksen tietyt tiedot ovat lukittuina ja niitä käsitellään par-
aikaa muussa järjestelmässä. ”Ryhmittely”-tieto määrittelee sen, miten tiedot pitäisi 
ryhmitellä EPM-järjestelmässä. 
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EPM-järjestelmässä käyttäjätunnuksena toimii henkilökohtainen Consoliksen intranet-
käyttäjätunnus (käytetään nimeä Cnstunnus). iNetto ei kuitenkaan käytä näitä tunnuksia, 
joten testivaiheessa, tilauksen siirron yhteydessä näytetään Cnstunnus-kenttä, johon 
voidaan syöttää intranet-käyttäjätunnus. Tarkoituksena olisi, että kaikkien iNetto-
käyttäjien intranet-käyttäjätunnukset tallennettaisiin iNeton tietokantaan. Kun intranet-
käyttäjätunnukset saadaan yhdistettyä iNeton käyttäjätunnuksiin, voidaan luopua MS 
Project -ikkunan Cnstunnus-kentästä. 
Valintojen jälkeen jatketaan painamalla OK-nappia. Tämän jälkeen projektin tiedot siir-
retään EPM-järjestelmään käyttäen EXPORT_XML-tietokantaproseduuria, joka sijait-
see MS_PROJECT-tietokantapaketissa. Tietokantaproseduuria kutsuttaessa annetaan 
parametreiksi tilausnumero ja käyttäjän iNetto-käyttäjätunnus. 
Kun tiedot on siirretty EPM-järjestelmän palvelimelle, avataan projektin PWA-luonti-
sivu Internet-selaimeen liitteen 4 käsittelysääntöjen mukaan. PWA-luontisivu ilmoittaa 
käyttäjälle, että tietoja ollaan viemässä EPM-järjestelmään. Projektin perustamisen jäl-
keen sivu ohjautuu automaattisesti projektin omalle PWA-sivulle. Nyt iNetosta vietyjä 
projektitietoja voidaan käsitellä EPM-järjestelmässä. 
 
Tapaus 2 – tiedot lukittuina 
Projektitiedot ovat nyt vietyinä ja projekti on lukittu iNetossa. Projektia ei ole päivitetty 
takaisin EPM-järjestelmästä iNettoon, eli iNetolla ei ole vielä tietoa EPM-järjestelmän 
GUID-arvosta. GUID-tiedon avulla projekti voidaan avata suoraan omalle sivulleen 
käyttäen GUID-tietoa URL-osoitteen parametrina. Näin ollen vuokaavion mukaan MS 
Project -napin painallus aiheuttaa PWA-luontisivun avaamisen Internet-selaimeen. Lu-
kituksesta johtuen iNetto ei tässä tapauksessa myöskään lähetä projektitietoja napin pai-
namisen yhteydessä. PWA-luontisivu uudelleenohjaa käyttäjän projektin omalle PWA-
sivulle. Käyttäjä voi nyt jatkaa työskentelyä projektin parissa siitä mihin oli edellisellä 
kerralla jäänyt. 
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Tapaus 3 – tiedot palautettu ja lukitus poistettu 
Tietojen palauttaminen PWA- ja Office Professional -ympäristöstä takaisin iNettoon 
suoritetaan järjestelmien julkaisutoiminolla. Julkaisu siirtää projektitiedot takaisin iNet-
toon ja vapauttaa projektissa olevan lukituksen. Tämän jälkeen näytöllä olevan MS Pro-
ject -napin painaminen aiheuttaa liitteessä 4 kuvatun vuokaavion mukaisesti MS Project 
-ikkunan avautumisen. Tilanne on nyt lähes sama kuin ensimmäisellä siirtokerralla. Ti-
lauksella on tässä tapauksessa kuitenkin GUID-tieto. GUID-tieto saatiin tietojen palaut-
tamisen (julkaisun) yhteydessä. Projektitietojen vienti EPM-järjestelmään etenee taas 
OK-nappia painamalla. Tiedot siirretään EPM-järjestelmään ja PWA-luontisivu avautuu 
kertoen käyttäjälle, että tietoja ollaan päivittämässä.  
Tietojen päivittämisen jälkeen MS Project -napin uudelleen painaminen aiheuttaa liit-
teessä 4 kuvatun vuokaavion mukaisesti projektin PWA-sivun avaamisen Internet-
selaimeen. Projektilla on EPM-järjestelmässä käytettävä GUID-tieto, jolla projekti voi-
daan avata suoraan projektin omalle sivulle oikealla URL:lla. 
Tilauksella oleva lukitus voidaan ohittaa manuaalisesti Projektipäällikön työpöytä -näy-
töltä. Näytöllä on valintaruutu, jonka ollessa valittuna tilaus on määritelty lukituksi. 
Valintaruutu päätettiin asettaa päivitettäväksi, koska käyttäjillä pitää olla mahdollisuus 
hallita integraatiota. Integraatiossa voi myös esiintyä hallitsemattomia vikatilanteita, 
joista johtuen lukitus pitää olla poistettavissa manuaalisesti. 
 
5.3  Tietosisältö 
5.3.1  Projektitiedot 
Integraation tietosisältö koostuu PMT-projektin projektiryhmän vaatimusten mukaan 
iNeton tilauksen sisällöstä. EPM-järjestelmään siirretään tilauksen perustiedot, asiakas-
tiedot, tehtävät, asennuslohkot ja lohkorivit. Liitteessä 5 on kuvattu kaikki integraatiossa 
kulkeva tieto. Tiedot on esitetty puurakenteessa, joka vastaa iNeton tietorakennetta. 
Perustietoihin kuuluvat muun muassa tiedot tilauksen projektipäälliköstä, vastuusuun-
nittelijasta ja myyjästä. Lisätietoina EPM-järjestelmää varten perustietoihin kuuluvat 
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myös projektin aloitus- ja lopetuspäivämäärä. Aloituspäivämääräksi on laskettu tilauk-
sen eri toimintojen varhaisin päivä. Lopetuspäivämäärä kertoo vastaavasti sen päivän, 
jolloin viimeinen tilauksen toiminto lopetetaan.  
PMT-projektin seuraavassa vaiheessa tarkoituksena olisi myös saada tarjousvaiheen 
projektitiedot EPM-järjestelmään käytettäväksi. Vaikka tarjousvaiheen päivämäärät 
eivät välttämättä ole lopullisia, niin projektiryhmän mielestä myös tarjouksen aikataulu-
ja tulisi pystyä suunnittelemaan EPM-järjestelmän avulla. Vaikka tarjous ja tilaus on 
linkattu iNeton tietokantatasolla, niin tarjouksen integrointi EPM-järjestelmän kanssa 
vaatii lisäsuunnittelua ja kehitystyötä. Tarjous ei sisällä yhtä yksityiskohtaista tietoa 
asennettavista elementeistä kuin tilaus. Tarjousta ei myöskään voida ylläpitää Projekti-
päällikön työpöytä -näytöltä.  
 
5.3.2  Asennuslohkot ja lohkorivit 
Asennuslohkot ryhmittelevät ne tilauksen elementit, jotka asennetaan rakennuksen tiet-
tyyn osaan. Asennuslohko sisältää päivämäärät elementtien suunnitellusta, valmistuk-
sesta, toimituksesta ja asennuksesta. Asennuslohkot jaetaan vielä yksityiskohtaisempiin 
osiin eli lohkoriveihin. Lohkoriviin kuuluville elementeille on määritelty tehdas ja halli, 
jossa ne tullaan valmistamaan. Toisin kuin asennuslohkolle, lohkoriville on määritelty 
tuotetyyppi, jolloin siihen kuuluu vain tietyn tyyppisiä elementtejä. Lohkoriveille on 
myös määritelty suunnittelun, valmistuksen, toimituksen ja asennuksen päivämäärät. 
Tämän tyyppisen ryhmittelyn avulla liiketoimintaa voidaan suunnitella ja seurata eri 
tasoilla. Lohkorivit ovat yksittäisen tehtaan tarkkailun kohteina, ja vastaavasti asennus-
lohkot kuuluvat projektipäällikön vastuualueeseen. Asennuslohkojen päivämääriä voi-
daan pitää lohkorivien päivämäärille rajoittavina tietoina. Projektipäällikön määrittele-
mät asennuslohkopäivämäärät sitovat tehtaat pitämään lohkoriviensä päivämäärät vas-
taavien asennuslohkojen päivämäärien rajoissa. 
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5.3.3  Tehtävät 
Projektitietojen mukana siirretään myös projektikohtaisia tehtäviä, jotka tulisi suorittaa 
projektin kuluessa. Projektikohtaiset tehtävät tulivat iNettoon PMT-projektin myötä 
uusien toteutettavien asioiden joukossa. Tehtäviä varten luotiin iNeton tietokantaan uusi 
taulu TASK, josta on viite iNeton tilauksiin. TASK-taulun ORDER_NUMBER-
kentässä on siis jokin TILAUS-taulun TILAUS-kentän arvo, joten tehtävät kuuluvat 
aina johonkin tilaukseen.  
Tehtäviä voidaan ylläpitää joko iNetossa Projektipäällikön työpöytä -näytöltä tai vaih-
toehtoisesti EPM-järjestelmässä. Ne synkronoituvat integraatiossa automaattisesti ja 
niitä voidaan ylläpitää kummassakin järjestelmässä. Tehtävien ylläpito tarkoittaa sitä, 
että niitä voidaan lisätä, poistaa tai muokata. Näiden toimenpiteiden vaikutus pitäisi siis 
näkyä toisessakin järjestelmässä. Synkronointi päätettiin toteuttaa siten, että vastaanot-
tava järjestelmä poistaa kaikki tilaukselle kuuluvat tehtävät ennen niiden sisäänlukua. 
Näin voidaan helposti synkronoida järjestelmät myös niin, että toisessa järjestelmässä 
voidaan poistaa tehtäviä. Ongelmatilanne syntyy kuitenkin, jos kummassakin järjestel-
mässä ylläpidetään tehtäviä samaan aikaan. Silloin vastaanottavassa järjestelmässä teh-
dyt muutokset häviävät sisäänluvussa. Tämä ongelma voidaan kuitenkin ratkaista iNe-
tossa tilauksen lukitustiedon avulla. Tilaushan merkitään lukituksi, kun se siirretään 
EPM-järjestelmään käsiteltäväksi, joten lukitustietoa voidaan hyödyntää myös tässä. 
Tehtäviä varten kehitetään Projektipäällikön työpöytä -näytölle jatkossa ominaisuus, 
jolla estetään tehtävien ylläpito, kun tilaus on lukittu. 
 
6   Integraation rajapinta 
6.1  Toteutustekniikka 
Integraation suunnitteluvaiheessa mietittiin erilaisia ratkaisuvaihtoehtoja järjestelmien 
keskinäiselle tiedonvälitykselle. Päätöstä tehtäessä asiaan vaikuttivat ennestään olemas-
sa olevien ratkaisujen uudelleenkäyttö ja kehittäjien osaaminen. Järjestelmien väliset 
suorat yhteydenotot vaikuttivat monimutkaisilta ja vaikeasti hallittavilta, joten päädyt-
tiin tiedostopohjaiseen tiedonsiirtoon. Tiedoston sisältö päätettiin toteuttaa XML-muo-
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toisena, joka on W3C:n kehittämä ja määrittelemä järjestelmäriippumaton tiedon esittä-
mistapa [9]. XML-tieto on tekstimuotoista, ja se on ihmisen luettavissa ja periaatteessa 
myös ymmärrettävissä. Toisin kuin CSV-muotoinen tieto, XML tarjoaa rakenteen joka 
on helposti ylläpidettävissä ja voi sisältää sisäkkäisiä tietorakenteita. XML on laajasti 
käytetty kuvauskieli, ja sitä voidaan käsitellä lähes kaikilla nykyaikaisilla ohjelmointi-
kielillä. 
Toteutustekniikkaa valittaessa jouduttiin myös miettimään integraation toimintalogiikan 
sijoittamista. Tiedonsiirron yhteydessä tietojen päivitys aiheuttaa järjestelmissä useita 
toimenpiteitä. Tiedostopohjainen tiedonsiirto tarjoaa järjestelmien toimintalogiikan si-
joittamisen tietoa käsittelevään järjestelmään. Toisin sanoen näin järjestelmät eivät voi 
vaikuttaa toistensa toimintaan muuten kuin tietosisällön kautta. Järjestelmät toimivat 
täysin erillään, mutta jakavat tietoa tiedoston avulla. Integraatio ei kuitenkaan ole reaa-
liaikainen. Järjestelmät eivät ole suoraan yhteyksissä toisiinsa, ja tiedostonsiirto järjes-
telmien välillä aiheuttaa monia hitaita tiedostonkäsittelyoperaatioita. Nämä seikat huo-
mioituina valittu tiedonsiirron toteutustekniikka vastasi PMT-projektin projektiryhmän 
tarpeisiin. 
 
 
Kuva 2. Integraation rajapinta 
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Kuten kuvasta 2 voidaan nähdä, käsiteltävä tiedosto sijaitsee aina EPM-järjestelmän 
palvelimella. XML-tiedoston vienti ja luku tapahtuu iNeton tietokantapalvelimen tieto-
kantaproseduurien avulla. EPM-järjestelmän integraatiomoduuli toteutettiin ulkopuoli-
sen konsultin osalta palvelimessa toimivaksi käyttöjärjestelmäpalveluksi. 
 
6.2  Tiedoston käsittely 
6.2.1  Järjestelmien välinen linkki 
iNeton jo käytössä olevat liityntärajapinnat ja järjestelmäintegraatiot ovat pääosin tie-
dostopohjaisia. Useimmissa tapauksissa tiedostot siirretään järjestelmien välillä FTP:n 
avulla. Järjestelmät toimivat FTP-palvelimina, jolloin toisella järjestelmällä on pääsy 
tiettyjä käyttäjätunnuksia käyttäen kohdejärjestelmään. FTP on vanha ja luotettava tek-
niikka eikä intranetissä sen salaamattomuudestakaan ole haittaa. Kuitenkin tämän integ-
raation toteutus haluttiin toteuttaa yksinkertaisemmin. Haluttiin, että iNeton palvelimel-
la on suora pääsy EPM-ratkaisun palvelimen tiettyihin hakemistoihin. Samalla saataisiin 
käytännön kokemusta muistakin tiedostonsiirtotekniikoista. 
Integraatiossa toimivat palvelimet ovat siis intranetissä, mutta käyttävät eri käyttöjärjes-
telmiä. EPM-palvelinratkaisun Windows-käyttöjärjestelmä tarjoaa tiedoston jakamisen 
helposti samassa sisäverkossa olevien tietokoneiden välille. iNeton Linux-käyttöjärjes-
telmä ei kuitenkaan oletusarvoisena osaa hyödyntää tätä Windowsin ominaisuutta. Rat-
kaisuna tähän ongelmaan on olemassa Samba-niminen ohjelmisto, jolla Linux-palvelin 
toimii Windows-verkkoympäristössä Windows-palvelimen tavoin. Samba on vapaa 
ohjelmisto, joka on saatavilla Internetistä ja joissakin Linux-jakeluissa jo valmiiksi 
asennettuna. Samban avulla saadaan pääsy Windows-palvelimen jaetuiksi määriteltyihin 
hakemistoihin. EPM-järjestelmän palvelimelle asetettiin tiedostonkäsittelyä varten kaksi 
jaetuksi määriteltyä hakemistoa. EPM-järjestelmän integraatiomoduuli vastaanottaa 
tulevat tiedostot D:\iNettoImport-hakemistosta ja kirjoittaa tiedostot iNetolle käytettä-
väksi D:\iNettoExport-hakemistoon.  
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Kuva 3. Hakemistorakenne 
 
Jaetut hakemistot liitettiin Linux-palvelimen tiedostojärjestelmään kuvan 3 osoittamalla 
tavalla. Linkkien avulla etähakemistoja voidaan käyttää Linuxissa kuin samalla palve-
limella fyysisesti sijaitsevia hakemistoja. iNetosta lähtevä tiedosto viedään Linux-
palvelimen /mnt/EPM_inettoimport-hakemistoon, jolloin se sijaitsee fyysisesti Win-
dows-palvelimen vastaanottohakemistossa. Windows-palvelimelta saapuvat tiedostot 
voidaan kopioida iNeton käytettäväksi /mnt/EPM_inettoexport-hakemistosta. Linkit 
luotiin käyttäen Linuxin mount-komentoa. 
 
6.2.2  Tiedoston vastaanotto ja prosessointi 
Tiedoston lähetys iNetosta EPM-järjestelmään laukaistaan käyttäjän toimenpiteistä. 
Toisin kuin lähetys, vastaanotto iNettoon pitää tapahtua automaattisesti käyttäjän toi-
mista riippumatta. Integraatiorajapinta ei tarjoa EPM-järjestelmälle mahdollisuutta il-
moittaa iNetolle välittömästi, kun vastaanotettavaa tietoa on saatavilla. Tästä johtuen 
tiedon vastaanotto toteutettiin Linuxin Cron-ajastusjärjestelmässä toimivalla jatkuvalla 
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tarkastusrutiinilla. iNeton tietokantapalvelimessa toimiva ohjelma tarkistaa jatkuvasti 
mahdollisesti saatavilla olevia tiedostoja. 
Cron-ajastuspalvelu ei välttämättä ole paras mahdollinen ratkaisu tämäntyyppisille jat-
kuville toiminnoille, mutta se on todettu iNeton monissa muissa toiminnoissa toimivaksi 
menetelmäksi. Cron ajaa suoritettavat toiminnot käyttäen crontab nimistä tiedostoa, joka 
tulee englanninkielisistä sanoista Cron table (suomeksi Cron-taulukko). Crontab-tiedos-
to sisältää tiedot ajettavista ohjelmista ja siitä, milloin kukin ohjelma tulisi suorittaa. 
Suoritettavat ohjelmat sijaitsevat tiedostossa kukin omilla riveillään, ja riveillä määritel-
tävät asiat erotellaan välilyönnein tai sisennyksillä. Cronin hallinta crontab-tiedoston 
avulla on selkeää, ja kaikki ajastetut ohjelmat ovat tiedostossa kerralla näkyvissä ja hal-
littavissa. Crontab-tiedostoa voidaan muokata oletustekstieditorilla, Cronin asetuksista 
riippuen, Linux-komennolla crontab -e. Tällöin ei tarvitse edes tietää, missä crontab-
tiedosto sijaitsee käyttöjärjestelmän tiedostojärjestelmässä. [10.] 
 
Integraatiota varten crontab-tiedostoon lisättiin seuraavanlainen rivi:                                 
* * * * * 
/home/o/oracle/consolis/inetto/croni/EPM_Import.sh >> 
/home/o/oracle/consolis/inetto/croni/EPM_Import.log 2>&1 
Rivin alussa on määritelty suoritusajankohta, joka integraatiota varten määriteltiin *-
merkkien avulla toistumaan joka minuutti. Cron tarkistaa crontab-tiedoston kerran mi-
nuutissa, mikä tarkoittaa sitä, ettei voida määritellä ohjelmaa suoritettavan useammin 
kuin kerran minuutissa [10]. *-merkillä määritellään suorituksen olevan riippumaton 
meneillään olevasta ajanhetkestä. Suoritusajankohdan jälkeen määritellään ajettava oh-
jelma ja sen sijainti tiedostojärjestelmässä. Viimeiseksi määritellään kahdella suurempi 
kuin -merkillä, mihin tiedostoon mahdollisesti näytölle tulostuvat tekstit ja virheilmoi-
tukset ohjataan. Suorituksen aikana tulostettavat tekstit ja virheet asetettiin ohjautuvan 
lokitiedostoon. iNeton virheidentarkistusrutiini käy läpi jatkuvasti palvelimen lokitie-
dostoja, joten esiintyvät virheet huomioidaan ja niistä ilmoitetaan ylläpitäjille. 
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Suoritettava ohjelma toteutettiin käyttäen Linuxin komentosarjakieltä, jolla voidaan 
tehdä komentosarjoja. Komentosarjassa käytetään käyttöjärjestelmän omia operaatioita, 
mikä tekee tietynlaisten ohjelmien toteuttamisesta helpompaa kuin käyttäen tavanomai-
sia ohjelmointikieliä. Cron suorittaa liitteessä 6 kuvatun EPM_import.sh komentosar-
jan kerran minuutissa. Ajon aikana tiedostoja käsittelevä komentosarja toistetaan silmu-
kassa neljä kertaa. Silmukassa suoritetaan viimeisenä operaatio, joka aiheuttaa 15 se-
kunnin viiveen. Tällä tavoin Cronin ajastuksella saadaan ajettua ohjelmia useammin 
kuin kerran minuutissa eli tässä tapauksessa noin 15 sekunnin välein. 
Liitteessä 7 on kuvattu tiedostoja käsittelevä komentosarja Import_xml.sh. Ohjelma 
käsittelee kaikki ”.xml”-päätteiset tiedostot /mnt/EPM_inettoexport-hakemistosta, 
siten että se muuttaa tiedoston päätteeksi sisäänlukemisen ajaksi ”.imp”. Ohjelma lukee 
tiedoston nimestä käytettävän tietokannan ja asettaa kyseiseen tietokantaan kirjautumi-
seen tarvittavat käyttäjätiedot käyttöjärjestelmän ympäristömuuttujiin. Ympäristömuut-
tujien avulla kirjaudutaan oikeaan tietokantaan ja käynnistetään MS_PROJECT-tieto-
kantapaketin IMPORT_XML-tietokantaproseduuri. Tiedoston nimi on muotoa tieto-
kantaympäristö_tilausnumero_aikaleima.xml. Nimessä olevan tietokantaympäristön 
avulla kirjaudutaan oikeaan tietokantaan, mutta tilausnumero ja aikaleima ovat tiedoston 
nimessä vain havainnollistavina tietoina. Tietoa EPM-järjestelmään vietäessä aika-
leiman lähteenä toimii iNeton tietokantapalvelimen järjestelmäaika, joka on Suomen 
aika. Aikaleima tulostetaan tiedoston nimeen sekunnin tarkkuudella. 
Suorituksen jälkeen ohjelma siirtää käsitellyt XML-tiedostot arkistohakemistoihin. Tie-
tokantaproseduuri voi kuitenkin muuttaa tiedoston nimen päätettä joissakin tilanteissa 
siten, että se tulee käsitellä uudestaan. Tiedoston nimen muuttuessa ohjelma ei voi siir-
tää tiedostoa arkistoon, koska samannimistä tiedostoa ei enää ole. Tiedosto käsitellään 
seuraavalla prosessointikerralla siis uudelleen. Tätä ominaisuutta selvitetään tarkemmin 
luvussa 7.2.4.  
 
6.3  Tietosisällön määrittely 
Integraation tiedonsiirrossa käytettävän XML-dokumentin rakenne määriteltiin aluksi 
iNeton ja EPM-järjestelmän integraatiomoduuleja kehittävien konsulttien toimesta. 
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XML-dokumentti rakennettiin käyttäen iNeton tietokantarakenteesta poikkeavaa raken-
netta, eikä se myöskään noudattanut XML-määrittelyjä. XML-dokumenttia ei myöskään 
määritelty käyttäen mitään XML-dokumentin määrittelykieltä. XML-tiedosto kirjoitet-
tiin käsin, ja sen rakennetta noudatettiin integraatiomoduuleja kehitettäessä. 
iNeton tytäryhtiöiden tietokantojen välillä on vaihtelevat merkistöt. Joidenkin tytäryhti-
öiden käyttämä kieli edellyttää tietyn merkistöjen käyttöä. Tämä on jouduttu toteutta-
maan sen takia, että iNeton käyttämä Oracle Reports -raportointiympäristö ei tue Uni-
code-merkistöstandardia. Unicode-merkistöstandardi sisältää kaikki iNeton tietokanto-
jen merkistöjen merkit, joten sitä voitaisiin muuten käyttää yhteisesti kaikissa tietokan-
noissa. EPM-järjestelmä käyttää Unicode-standardiin perustuvaa UTF-8-merkistöä. Jär-
jestelmien välinen merkistöristiriita ratkaistiin käyttämällä XML-tiedostossa UTF-8-
merkistöä. Oracle-tietokantojen kielikohtaiset merkistöt muunnetaan UTF-8-merkis-
töksi tiedostoon kirjoittamisen yhteydessä. Vastaavasti sisäänlukemisen yhteydessä 
XML-tiedoston UTF-8-merkistö muutetaan tietokannan omaksi merkistöksi. 
Integraation alkuperäinen tietosisältö ja toimintalogiikka muuttuivat projektin myötä 
useaan otteeseen. Tultiin siihen johtopäätökseen, että XML-dokumentin rakenne tulisi 
määritellä käyttäen jotakin siihen tarkoitettua määrittelykieltä. Varteenotettavina vaihto-
ehtoina XML-dokumentin määrittelykieliksi olivat XML-skeema ja DTD. XML-
skeeman avulla XML-dokumentti voidaan määritellä hyvinkin tarkasti. Määriteltävissä 
ovat muun muassa dokumentissa olevien tietojen tietotyypit. Tietotyyppien tietosisältö 
voidaan myös määritellä kuuluvan tiettyjen rajojen sisälle. XML-skeema on erittäin 
hyvä tapa määritellä XML-dokumentin rakenne, kun se on määriteltävä erittäin tarkasti. 
Se ei kuitenkaan tämänkaltaisessa yrityksen sisäisessä integraatiokehityksessä ole tar-
peellista. DTD tarjoaa yksinkertaisemman määrittelytavan, mutta ei itse noudata XML:n 
rakennetta. Sillä voidaan määritellä tiettyjen tietojen pakollisuus ja toistomäärä. Määrit-
telyn kannalta nämä tiedot ovat oleellisia ja niiden avulla voidaan rakentaa integraation 
edellyttämä XML-dokumentti. Päätettiin käyttää DTD:tä XML-dokumentin rakenteen 
määrittelyyn.  
XML-dokumentti suunniteltiin ja määriteltiin noudattamaan paremmin iNeton tietora-
kennetta ja XML-määrittelyjä [9]. XML-dokumentin DTD-määrittely on kuvattu liit-
teessä 8. Liitteessä 5 on myös kaaviokuva XML-dokumentin puurakenteesta. 
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7   XML-dokumentin käsittely Oraclen tietokannassa 
7.1  Menetelmät 
XML-tiedon tuottaminen voi yksinkertaisissa tapauksissa olla vain tekstimuotoisen tie-
don tuottamista. XML-määrittelyn mukaisen dokumentin käsittely onnistuu perinteisillä 
ohjelmointikielen merkkijono-operaatioilla. Käsiteltäessä pieniä määriä tietoa tämä voi 
mahdollisesti olla myös helpoin tapa. Suurien tietomäärien jäsentäminen vaatii parem-
pia työkaluja ja korkeammantason lähestymistä. XML:n ympärille on rakennettu valta-
va määrä erilaisia käsittelytyökaluja. XML:ää ja näitä työkaluja kutsutaan XML-per-
heeksi. XML-perheen ratkaisut noudattavat yleisiä XML-määrittelyjä ja tekevät XML:n 
parissa työskentelyn helpommaksi. 
Integraatiokehityksen alkuvaiheessa iNetosta vietävä XML-tiedosto muodostettiin SQL-
kyselykielellä. Tarvittava projektitieto kerättiin iNeton tietokannasta tietokantanäkymän 
avulla, ja tarvittava XML-tieto saatiin käsiteltäväksi kyselemällä kyseisestä tietokan-
tanäkymästä. XML-dokumentin rakenne muodostettiin PL/SQL-ohjelmointikielen 
merkkijono-operaatioiden avulla. Tämäntyylisen toteutuksen ylläpito osoittautui erittäin 
työlääksi. Kehittäjät joutuvat myös tutkimaan XML-määrittelyt ja tekemään ohjelmaan-
sa kaikki tarvittavat muutokset, jotta XML:n jäsentäminen noudattaisi W3C:n määritte-
lyjä. XML:n syntaksimäärittelyssä on lisäksi sääntö, jonka mukaan tietyt erikoismerkit 
korvataan tietyillä merkkiviittauksilla [9]. Muuten ne voivat aiheuttaa sekaannusta 
XML-dokumentin rakenteessa. iNeton kehityksessä ei aikaisemmin ollut käytetty XML-
perheen ratkaisuja. Tässä tapauksessa kuitenkin pääteltiin, että olisi parasta tutustua 
Oraclen tarjoamiin XML-työkaluihin. XML:n käsittely tulisi tehdä siihen tarkoitetuilla 
työkaluilla ja menetelmillä. Sillä tavoin taataan paras ylläpidettävyys ja toimivuus. Ke-
hittäjän ei myöskään tarvitse tietää kaikkia XML:n syntaksimäärittelyjä, koska XML-
työkalut huomioivat syntaksin kehittäjän puolesta. 
Oraclen tietokannassa XML:ää voidaan käsitellä kahdella eri ohjelmointikielellä: Javal-
la tai PL/SQL:llä. PL/SQL-ohjelmointikielen ominaisuudet ovat suuntautuneet enem-
mänkin tietokannan tietojenkäsittelyyn. PL/SQL tukee kyllä XML:n käsittelyä, ja tarjo-
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aa kehittäjälle hyvin samankaltaiset toiminnot kuin muutkin ohjelmointikielet. Integraa-
tiossa käsiteltävä XML-dokumentti ei ole kooltaan niin suuri, ettei sitä voitaisi lukea 
kokonaisuudessaan keskusmuistiin. Tästä johtuen ei ole tarvetta käyttää sarjamuotoista 
XML:n käsittelyä (SAX), jota PL/SQL ei Javan tavoin tue. Päätettiin noudattaa iNeton 
vaalimaa linjaa ja käyttää PL/SQL-ohjelmointikieltä XML-dokumentin käsittelyssä. 
Oraclen 10g -tietokanta tarjoaa DOM tuen XML:n käsittelyyn. DOM tallentaa XML-
dokumentissa kuvatun tiedon keskusmuistiin puurakenteeseen. DOM on useissa ohjel-
mointikielissä tuettu menetelmä, ja sen käyttämät operaatiot ovat kielestä riippumatta 
lähes identtisiä. PL/SQL ei kuitenkaan ole olio-ohjelmointikieli, joten DOMin käyttö 
PL/SQL:ssä ei ole samankaltaista kuin esimerkiksi Javassa. PL/SQL:ssä DOM-operaa-
tiot on toteutettu tietokantapakettiin. DBMS_XMLDOM-tietokantapaketti sisältää 
DOMin puurakenteen käsittelyyn tarvittavia muuttujatyyppejä, tietokantaproseduureja 
ja -funktioita. [11.] 
DBMS_XMLDOM-tietokantapaketti ei kuitenkaan tue yksittäisen tiedon etsimistä puu-
rakenteesta. Puurakenteen solmuja voidaan etsiä puusta tai tietoa voidaan vertailla yksi-
tellen, muttei sisällä varsinaista yksittäisen tiedon hakutoimintoa. XML-perheen XPath-
kielellä voidaan kuitenkin osoittaa tiettyjä osia XML-dokumentista. XPath-kieltä ei 
yleensä käytetä yksinään, vaan osana tiettyä operaatiota. PL/SQL-kielessä XPath-kielen 
monimuotoisuutta voidaan hyödyntää DBMS_XSLPROCESSOR-tietokantapaketin 
valueOf- ja selectNodes-tietokantaproseduureilla. Proseduurit ottavat parametreinaan 
DOM-rakenteen tietosolmun ja XPath-kielellä rakennetun rajauksen. Näillä keinoin 
XML-dokumentista voidaan jäsentää halutut tiedot käsiteltäväksi. Näitä menetelmiä 
tarvitaan erityisesti integraation projektitietojen sisäänlukemisen yhteydessä. [12.] 
 
7.2  Tietoa käsittelevä tietokantapaketti 
7.2.1  Kuvaus 
XML-dokumenttien käsittelyn toteutettiin kokonaisuudessaan MS_PROJECT-tietokan-
tapakettiin. Paketti sisältää julkiset tietokantaproseduurit tiedon lähettämiselle ja vas-
taanottamiselle. Liite 9 sisältää MS_PROJECT-tietokantapaketin ohjelmalistauksen. 
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Siinä ei ole kuitenkaan kuvattu yksityisten aliohjelmien toimintaa. Liitteen alussa on 
esitelty paketissa olevien aliohjelmien prototyypit ja globaalit muuttujat. Ohjelmalista-
uksesta käy ilmi lähettävän EXPORT_XML- ja vastaanottavan IMPORT_XML-
tietokantaproseduurien toimintalogiikka. 
EXPORT_XML-tietokantaproseduuri kerää tarvittavat projektitiedot DOMin puuraken-
teeseen ja kirjoittaa lopulta XML-dokumentin tiedostoon EPM-järjestelmän käsiteltä-
väksi. IMPORT_XML-tietokantaproseduuri lukee tiedostossa olevan XML-dokumentin 
DOMiin ja jäsentää sieltä tarvitsemat tiedot. Lopuksi tiedot päivitetään tietokannan tau-
luihin. Molemmat proseduurit toimivat atomisen operaation tavoin, mikä tarkoittaa sitä, 
että ohjelmat toimivat siten, että ne joko suorittavat kaikki ohjelman operaatiot tai ku-
moavat kaikki operaatioiden jo tekemät muutokset. Erityisesti vikatilanteissa ohjelmat 
eivät esimerkiksi päivitä vain joitakin tietokannan tauluja, vaan kumoavat kaikki jo teh-
dyt päivitykset. Ohjelman normaali suoritus ilman vikatilanteita aiheuttaa kaikkien mää-
riteltyjen tietokannan taulujen päivityksen. Atominen operaatio takaa tiedon eheyden ja 
järjestelmän järkevän toimintalogiikan. 
MS_PROJECT-tietokantapaketti kehitettiin siten, että se noudattaisi hyviä ohjelmointi-
sääntöjä. Ohjelma ei sisällä monimutkaisia tai syviä ehtolausekkeita, mikä pitää ohjel-
makoodin selkeänä ja ymmärrettävänä. Suoritusta ei myöskään lopeteta minkään ehto-
lausekkeen tuloksena keskellä ohjelmaa. Ohjelma suoritetaan joko alusta loppuun tai 
poikkeustilanteissa suoritetaan poikkeuskäsittely. Ohjelman logiikka on jaettu sopivan 
kokoisiin osioihin, ja kyseiset osiot (aliohjelmat) on nimetty kuvaavasti tarkoituksensa 
mukaisesti. Muuttujat ja aliohjelmat nimettiin siten, että ohjelmakoodi kommentoisi itse 
itseänsä. Ohjelmaa on myös kommentoitu siten, että sitä lukiessa pystyy ymmärtämään, 
mistä ohjelmassa on kyse ja mikä on sen toimintalogiikka. Tietokantapaketti on kom-
mentoitu käyttäen englannin kieltä, jolloin ohjelmakoodia on helpompi lukea ja ymmär-
tää. Tällä tavoin myös ohjelmakoodin jakaminen julkisesti on helpompaa. Vaikka iNe-
ton ohjelmayksiköt eivät ole julkisesti levitettävää materiaalia, tiettyjä osia ohjelmakoo-
dista voidaan kyllä jakaa Internetissä muille PL/SQL-kehittäjille.  
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7.2.2  Tietokantahakemistot 
PL/SQL-ohjelmointikieli tukee useiden muiden ohjelmointikielien tavoin käyttöjärjes-
telmätasoisia tiedoston käsittelyoperaatioita. Yleisesti ohjelmayksiköillä voi olla pääsy 
käyttöjärjestelmän tiedostorakenteeseen vapaasti. PL/SQL tekee kuitenkin poikkeuksen 
perinteiseen tiedoston käsittelyyn. Se lähestyy tätä ongelmaa erilaisesta näkökulmasta. 
Ohjelmayksiköiden ei tulisi tietää, missä käsiteltävät tiedostot sijaitsevat käyttöjärjes-
telmän tiedostorakenteen kannalta. Oracle tarjoaa ratkaisun ongelmaan nimellä tietokan-
tahakemistot. Tietokantahakemistot ovat tietokannan sisäisiä objekteja, jotka osoittavat 
tiettyihin käyttöjärjestelmän hakemistoihin. Tietokantahakemistolle voidaan myös aset-
taa oikeusmäärittelyt, eli kenellä tietokannan käyttäjällä tai käyttäjäryhmällä on oikeu-
det käyttää hakemistoa ja millä tavoin. Tietokantahakemistot ovat hyödyllisiä erityisesti 
silloin, kun käyttöjärjestelmässä olevaa hakemistorakennetta joudutaan jälkikäteen 
muuttamaan. Uusia polkumäärittelyjä ei tarvitse erikseen muuttaa kaikkiin tiedostoja 
käsitteleviin ohjelmayksiköihin. Riittää, että uudet polkumäärittelyt vaihdetaan tietokan-
tahakemistoihin. [1, s. 783–785.] 
Oraclen DBMS_XSLPROCESSOR-tietokantapaketti tarjoaa erittäin hyödylliset tiedos-
ton luku- ja kirjoitusfunktiot. Tiedoston lukufunktiolla Read2Clob avulla voidaan tie-
doston sisältö lukea tietokantahakemistosta suoraan CLOB-muuttujaan. CLOB-muuttuja 
PL/SQL-ohjelmayksikössä käytettynä edustaa joko osoitinta tietokantataulussa olevaan 
CLOB-tyyppiseen kenttään tai väliaikaiseen CLOB-muuttujaan. Lukufunktio luo väli-
aikaisen CLOB-muuttujan tietokannan tauluavaruuteen ja palauttaa osoittimen siihen. 
CLOB-muuttujaa voidaan käyttää lähes samoin tavoin kuin PL/SQL:n normaalia VAR-
CHAR2 merkkijonomuuttujaa. CLOB-muuttujan etuna on se, että Oraclen 10g-versios-
ta lähtien siihen on voinut tallentaa jopa 128 terabittiä merkkipohjaista tietoa (riippuen 
tietysti palvelimen muistimäärästä ja tietokannan lohkon koosta). Read2Clob-funktio 
suorittaa tiedoston lukemisen yhteydessä myös tiedoston avaamisen ja sulkemisen. Tä-
mäntyyppisten ylemmän tason funktioiden käyttö on kehittäjälle helppoa ja mielekästä. 
[1, s. 388–408.] 
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7.2.3  Poikkeustilanteet 
Kuten liitteestä 9 voidaan nähdä, XML-tiedoston vastaanotto- ja lähetysproseduurien 
lopussa on ”EXCEPTION”-haara. PL/SQL:ssä poikkeustilanteet käsitellään aina kunkin 
lohkon lopussa poikkeuskäsittelyhaarassa. Eri poikkeustilanteita voidaan käsitellä erik-
seen tai yhteisesti. Poikkeus voidaan jättää huomioimatta tai se voidaan lähettää ylem-
mälle tasolle uudelleen käsiteltäväksi. Poikkeustilanteita ei välttämättä ole pakko käsi-
tellä, jolloin ne lähetetään aina automaattisesti ylemmälle tasolle ja lopulta pääohjelmaa 
ajavalle ohjelmalle. [1, s. 125–151.] 
MS_PROJECT-tietokantapaketti kehitettiin siten, että poikkeustilanteissa kaikki jo teh-
dyt muutokset kumotaan. Esimerkiksi sisäänluvun poikkeuskäsittelyssä suoritetaan tie-
tokannalle ROLLBACK-komento, jolla kaikki kyseisen istunnon aikana tehdyt muutok-
set kumotaan. Tämän jälkeen poikkeuskäsittelyssä ilmoitetaan käyttäjälle esiintyneestä 
virhetilanteesta. Sisäänluku suoritetaan käyttöjärjestelmätasolla, joten sitä ei suorita 
käyttäjä, jolle voisi ilmoittaa virheestä. Poikkeustilanteessa virheen tiedot kirjoitetaan 
iNeton yleiseen lokiin ja huomautus käyttäjän nähtäväksi tilauksen omaan lokiin. iNe-
ton virhetilanteita käsittelee virheidentarkistusruutini, joka tarkistaa muun muassa ylei-
seen lokiin saapuvia ilmoituksia. Kun yleisen lokin LOKI-taulun TASO-kenttään kirjoi-
tetaan sana ”ERROR”, siitä lähetetään automaattisesti sähköposti- ja tekstiviesti-
ilmoitukset ennalta määritetyille henkilöille. Yleisestä lokista voidaan jäljittää poik-
keuksen aiheuttanut virhetilanne ja jopa rivinumero, jolla poikkeus tapahtui. 
MS_PROJECT-tietokantapaketissa virhetilanteiden selitykset tulostetaan Oraclen omal-
la DBMS_UTILITY-tietokantapaketin virhefunktioilla. Paketin sisältämä tietokanta-
funktio format_error_stack selvittää tapahtuneen virheen ja palauttaa siitä kattavan 
kuvauksen. Tietokantafunktio format_error_backtrace selvittää esiintyneen virheen 
paikan ohjelmakoodista ja palauttaa virhetilanteeseen johtaneiden käskyjen rivinumerot. 
Yleisesti iNeton ohjelmayksiköissä tähän tarkoitukseen on käytetty Oraclen 
SQLERRM-tietokantafunktiota. Se ei kuitenkaan tarjoa yhtä kattavaa selitystä virheti-
lanteesta, ja siitä palautuvan selityksen pituudeksi on rajattu 512 bittiä. [1, s. 138–141.] 
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7.2.4  Lukitustilanteet 
Oracle-tietokantajärjestelmä suorittaa automaattisesti taulun riveihin kohdistuvia luki-
tuksia. Lukitustilanteet syntyvät, kun riviä on päivitetty, mutta tietoja ei ole vielä var-
mistettu tauluun pysyvästi. Tällainen ominaisuus on erittäin tärkeä varsinkin toimin-
nanohjausjärjestelmien yhteydessä, jossa useampi käyttäjä voi käsitellä samaa tietoa. 
Muun muassa Oracle Formsilla tehdyt näytöt suorittavat riville lukituksen, kun kyseisen 
rivin jotain tietoa on muutettu tai ollaan muuttamassa. Näin varmistetaan se, ettei toinen 
käyttäjä tai ohjelmarutiini muuta käsiteltävää tietoa samaan aikaan. Lukitus estää päivi-
tettyjen tietojen ylikirjoittamisen, kunnes muuttuneet tiedot ovat varmistettu komennolla 
COMMIT tai kumottu komennolla ROLLBACK. 
Ohjelman päivittäessä lukittua riviä ohjelma jää odottamaan lukituksen vapautumista. 
Jos lukituksen vapautumista odottava ohjelma on jo tehnyt jotain muutoksia muualle 
tietokantaan, niin ne ovat myös lukittu kyseisellä hetkellä. Tästä voi syntyä erittäin pit-
källe jatkuva ongelmatilanne. Useasti tällaiset lukitustilanteet alkavat siitä, kun käyttäjät 
tekevät muutoksia Forms-näytöillä ja jättävät järjestelmän auki ilman tietojen tallenta-
mista. 
Vakavia lukitustilanteita vastaan on kuitenkin olemassa ratkaisu, jota pyritään käyttä-
mään iNeton ohjelmissa. Ratkaisun avulla lukitustilanteet voidaan tarkistaa ja samalla 
lopettaa ohjelman suoritus, jos jokin päivitettävistä taulun riveistä on lukittu. Ohjelma 
täytyy kyllä käynnistää myöhemmin uudelleen, mutta tällä tavalla se ei itse ainakaan 
aiheuta uusia lukituksia. Ongelmalta vältyttäisiin myös siten, että kaikki ohjelmayksiköt 
suorittaisivat tiedon hyväksymisen aina heti tiedon päivityksen jälkeen, mikä tarkoittaisi 
sitä, että Forms-näytötkin suorittaisivat aina COMMIT-komennon heti yksittäisen tie-
don muokkauksen jälkeen. Tällaisen ratkaisun avulla ei kuitenkaan voitaisi suorittaa 
ohjelmia, jotka noudattaisivat atomisen operaation periaatetta, joten käytännön sovel-
luksissa tällaista ratkaisua ei voisi käyttää. 
MS_PROJECT-tietokantapaketin IMPORT_XML-tietokantaproseduurin kaikissa tieto-
kannan taulujen päivitysoperaatioissa otetaan lukitustilanteet huomioon. Lukituksien 
esiintyessä päivitysoperaatio aiheuttaa lukituspoikkeuksen. Lukituspoikkeus käsitellään 
ohjelman päätasolla poikkeustilanteiden käsittelyhaarassa. Tästä poikkeuksesta kirjoite-
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taan tieto iNeton yleiseen lokiin, mutta siitä ei raportoida virheenä. Lokiin kirjoitetaan 
ilmoitus siitä, että jotkut päivityksen tarvitsemista riveistä ovat lukittuina, ja päivitystä 
yritetään myöhemmin uudelleen. Lukitustilanteita käsittelevässä haarassa muutetaan 
XML-tiedoston tiedostopääte. IMPORT_XML-tietokantaproseduuria kutsuttaessa toi-
seksi parametriksi voidaan antaa suoritettavan tiedoston tiedostopääte ja kolmanneksi 
parametriksi uusi tiedostonpääte. Tiedoston pääte korvataan uudella, jolloin Linuxissa 
toimiva Import_xml.sh-komentosarja huomioi sisäänajettavan tiedoston uutena tiedos-
tona. Komentosarja muuttaa käsiteltävien tiedostojen ”.xml”-päätteen aina sisäänluvun 
yhteydessä ”.imp”-päätteiseksi. Lukitustilanteissa tietokantaproseduuri muuttaa ”.imp”-
päätteen takaisin ”.xml”-päätteiseksi, mikä tarkoittaa komentosarjalle sitä, ettei kyseistä 
tiedostoa ole vielä käsitelty. XML-tiedosto käsitellään uudestaan niin kauan, ettei luki-
tusta enää ole ja tiedot voidaan päivittää tietokantaan. Jos tietokantaproseduurin kutsun 
yhteydessä ei ole määritelty tiedoston vanhaa ja uutta päätettä, lukitustilanne raportoi-
daan yleiseen lokiin virheenä ja tiedosto siirretään käsiteltyjen joukkoon. 
 
8   Testaus 
Integraatiota testattiin kehityksen yhteydessä useasti käyttäen erilaisia testitapauksia. 
Yleensä testitapaukset pyrittiin suorittamaan samoin kuin loppukäyttäjä tulisi toimi-
maan. Laajemmat testitapaukset – jossa kumpikin järjestelmä joutui koetukselle – an-
nettiin projektiryhmälle testattavaksi. Testaukset suoritettiin, kun tietyt kehitystoimenpi-
teet oli tehty kumpaakin järjestelmään. Testaukset antoivat projektiryhmälle konkreet-
tista kokeiltavaa ja nähtävää, minkä pohjalta projektiryhmän oli helpompi tehdä johto-
päätöksiä. 
iNeton integraatiomoduulia testattiin jatkuvasti myös kehityksen yhteydessä. Silloin 
testaus suoritettiin ilman toista järjestelmää. EPM-järjestelmässä testattavissa oleva in-
tegraatiorajapinta ei välttämättä vastannut juuri kehitteillä olevaa iNeton rajapintaa. 
Koska kumpaakin järjestelmää kehitettiin samaan aikaan, kehityksen aikainen testaus 
oli tehtävä ilman toista järjestelmää. Toinen järjestelmä voitiinkin kuvitella ns. mustana 
laatikkona (ks. kuva 4). Mustassa laatikossa tapahtuvat toimenpiteet tehtiin manuaali-
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sesti XML-tiedostoon. Mustana laatikkona olisi voinut toimia mikä tahansa järjestelmä, 
joka olisi toteuttanut integraation tietosisältömääritykset. 
 
 
Kuva 4. iNeton integraatiomoduulin testaus 
 
Kehityksen aikaiseen testaukseen kuuluivat muun muassa seuraavat vaiheet. 
MS_PROJECT-tietokantapaketin EXPORT_XML-tietokantaproseduuri muutettiin 
käyttämään tiedoston tulostuksessa testitietokantahakemistoa, jolloin tulostettavat 
XML-tiedostot eivät päättyneet EPM-ratkaisun käsiteltäväksi. Tiedoston lähetys mus-
taan laatikkoon suoritettiin Oraclen SQL*Plus-komentoriviltä. EXPORT_XML-
tietokantaproseduuri käynnistettiin käyttäen parametrina jotakin testitietokannassa ole-
vaa tilausta (sellaista jolla oli valmiiksi asennuslohkoja, lohkorivejä ja tehtäviä). Vaih-
toehtoisesti tiedosto olisi voitu lähettää käyttäen Projektipäällikön työpöytä -näyttöä. 
Projektitiedot olivat nyt testauksen näkökulmasta EPM-järjestelmässä. EPM-
järjestelmän toimintoja simuloitiin muokkaamalla XML-tiedostoa käsin, jonka jälkeen 
se vietiin tiedostojen sisäänlukuhakemistoon. Ajastettu Linux-komentosarja huolehti 
seuraavasta tiedoston sisäänlukuvaiheesta ja sen suoritusta tarkkailtiin iNeton yleisestä 
lokista. Onnistuneen sisäänluvun jälkeen tarkistettiin, olivatko iNeton tiedot muuttuneet 
odotetulla tavalla. Testiä piti toistaa useasti ja useilla erilaisilla arvoilla, jotta sen toimi-
vuudesta voitiin olla varmempia. Lopulta, kun testaus näytti toimivalta, sitä voitiin käyt-
tää yhdessä EPM-järjestelmän kanssa.  
Sisäänlukuproseduurin lukitustilainteiden käsittely testattiin lähes samoin kuin edellinen 
testitapaus. Sisäänluvun ajaksi tietokantaan asetettiin lukitustilanne. Tämä tehtiin muok-
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kaamalla testattavissa olevan tilauksen asennuslohkoja iNeton Asennuslohkot-näytöltä. 
Muutokset jätettiin tallentamatta, jolloin näyttö aiheutti tietokannan muokatuille riveille 
lukituksen. Sisäänluvun suoritusta tarkkailtiin jälleen iNeton yleisestä lokista. Lokista 
voitiin nähdä, käsittelikö sisäänlukuproseduuri lukitustilanteen ja yritettiinkö tiedoston 
sisäänlukua myös uudelleen. Uudelleenyrityksien jälkeen lukitus voitiin vapauttaa tal-
lentamalla tehdyt muutokset Asennuslohkot-näytöllä. Lukitustilanteen vapauttaminen 
sallii sisäänlukuproseduurille tietojen päivityksen. Testaustavat vaihtelivat kehitystilan-
teesta riippuen, mutta tämänkaltainen testaus varmisti sen, että iNeton integraatiomo-
duuli noudatti määriteltyä rajapintaa. 
 
9    Integraatiorajapinnan jatkokehitys 
iNettoon ennestään toteutetut järjestelmien väliset integraatiorajapinnat on lähes poik-
keuksetta toteutettu tiedostopohjaisina. Näiden kehittäminen on vaatinut paljon työtä ja 
tutkimista. Uusien, ennestään tuntemattomien, tekniikoiden käyttöönotto olisi todennä-
köisesti tuottanut monia odottamattomia haasteita ja ongelmia. Erilaisten toteutusteknii-
kan käyttö tuntui tässä projektissa tarpeettomalta ja pyrittiin käyttämään jo ennestään 
käytettyjä tekniikoita. Toteutustekniikalle olisi kuitenkin löytynyt kaksi hyvin varteen-
otettavaa vaihtoehtoa. Vaihtoehtoisia menetelmiä tutkittiin integraation kehitystyön 
ohella. 
 
Suora yhteys tietokantaan 
Projektitietojen välitys olisi voitu tehdä suoralla yhteydellä tietokantaan. Tässä tapauk-
sessa iNeton tietoja käyttävälle EPM-järjestelmän integraatiomoduulille olisi annettu 
oikeudet käyttää iNeton tietokantaa. Tietokantayhteyden avulla projektitietojen hakemi-
nen ja päivittäminen olisi onnistunut normaaleilla tietokannan käsittelyoperaatioilla. 
Toteutustekniikan ongelmana on kuitenkin toimintalogiikan sijoittaminen. EPM-
järjestelmän integraatiomoduuli muodostaisi yhteyden tässä tapauksessa iNeton Oracle-
tietokantaan. Tiedonkäsittelylogiikka sijoitettaisiin kokonaisuudessaan EPM-järjestel-
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män puolelle. Lähes kaikki muutokset integraatioon – nyt ja mahdollisesti myös tulevai-
suudessa – olisi jouduttu kehittämään ulkopuolisen EPM-järjestelmään erikoistuneen 
konsultin voimin. Consoliksen iNetto-kehittäjillä ei olisi tässä tapauksessa myöskään 
resursseja mahdollisten ongelmatilanteiden ratkaisemiseksi. Haasteita olisi tuonut myös 
Oracle-tietokannan käyttö muilla kuin Oraclen omilla työkaluilla. Esimerkiksi poikke-
us- ja lukitustilanteiden oikeaoppinen käsittely ei välttämättä olisi ollut mahdollista. 
On riskialtista sallia ulkopuolisen järjestelmän kirjautua suoraan iNeton tietokantaan. 
Tietokannan käyttöä voidaan tosin rajoittaa, mutta rajoitteista huolimatta ulkopuolisella 
järjestelmällä on mahdollisuus hallita iNeton projektitietoja.  
 
Web Services -arkkitehtuuri 
Web Services -arkkitehtuuri ei ollut integraation kehittäjille ennestään tuttu. Jälkikäteen 
tutkittuna tämä tekniikka olisi tarjonnut erittäin kilpailukykyisen vaihtoehdon integraa-
tion toteutustekniikkana. Tämä W3C suosittelema tietojärjestelmien välinen Internet-
pohjainen ohjelmointirajapinta, olisi tarjonnut toteutuksena korkeamman tason integraa-
tiorajapinnan. iNeton ja EPM-järjestelmän kesken tietoa olisi voitu välittää HTTP-pro-
tokollan tai salatun HTTPS-protokollan avulla. Kehittäjän ei tarvitse huolehtia kahden 
erillisen palvelimen välisestä lähiverkkoyhteydestä, koska rajapintana toimii intranet. 
[13.] 
Käyttöä varten asetetaan palvelimille Web Services -palvelu. Palvelimelle asetetaan 
tietyt palvelut Web Services -ohjelmointirajapinnan avulla käytettäväksi. Voidaan sa-
noa, että palveluntarjoaja jakaa etäohjelmayksiköitä, joita käytetään Web Services -ark-
kitehtuurin mukaisin keinoin. Tätä palvelua käyttävä asiakas voi hakea tietoa, tai se voi 
viedä tietoa kohdejärjestelmään. Etäpalveluja kutsutaan ja käytetään SOAP-standardiin 
pohjautuvien viestien avulla [13].  
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Kuva 5. Web Services -integraatio 
 
Web Services -arkkitehtuuria käyttäen iNeton ja EPM-ratkaisun välinen tiedonsiirto 
olisi todennäköisesti toteutettu kuvan 5 osoittamalla tavalla. Kummatkin järjestelmät 
olisivat toimineet Web Services -palveluntarjoajina. Palveluja olisi käytetty syöttämään 
ja vastaanottamaan tietoa. Tästä johtuen integraatio olisi todennäköisesti ollut käyttäjän 
näkökulmasta reaaliaikainen. Tämä toteutustekniikka ei olisi myöskään tarvinnut ajas-
tettuja, tiedostonkirjoitus- tai tiedostonsiirto-operaatioita. Tämä järjestelmäriippumaton 
toteutustekniikka tulisi ottaa tulevaisuudessa huomioon suunniteltaessa vastaavanlaisia 
integraatiomoduuleja. 
Integraatiomoduulia voidaan jatkokehittää paremmaksi, eikä valittu toteutustekniikka 
poissulje tätä. Joitakin osia voidaan tarpeen tullen muokata tai korvata. Esimerkiksi jat-
kuva vastaanotettavan tiedoston tarkistaminen voitaisiin korvata paremmalla menetel-
mällä. Vaikka nykyaikaiset palvelimet ovat hyvin tehokkaita, eikä kyseinen operaatio 
käytännössä vaikuta palvelimen muuhun toimintaa, niin tämä on kuitenkin toimintalo-
giikan kannalta turhaa. Järjestelmät eivät syötä tietoja toisilleen vaan tarjoavat sitä saa-
tavaksi. Järjestelmät tarkistavat saatavilla olevaa tietoa tietyin väliajoin, mikä aiheuttaa 
integraation tiedonsiirrossa vaihtelevan pituisen aikaviiveen. 
Ongelmatilanne voitaisiin korjata Web Services -arkkitehtuuria hyödyntäen. Tietoa vie-
täessä toiseen järjestelmään kutsuttaisiin vastaanottavaa järjestelmää vastaanottamaan 
tiedot. Tällöin säästyttäisiin turhalta ja jatkuvalta tarkistamiselta. Kumpikin järjestelmä 
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asetettaisiin Web Services -palveluntarjoajaksi. Järjestelmät tarjoaisivat palvelua, joka 
suorittaisi tiedon lukemisen tietyn nimisestä XML-tiedostosta. Integraation muu toimin-
talogiikka pysyisi ennallaan, vain vastaanottamisen aloittaminen korvattaisiin Web Ser-
vices -palvelulla. Tällä tekniikalla integraatiosta tulisi loogisempi ja useissa tapauksissa 
myös nopeampi. 
Vaikka jatkokehitys tekisi integraatiosta astetta paremman, se ei kuitenkaan vaikuta 
käyttäjän työskentelyyn ratkaisevasti. Voidaan siis sanoa, ettei ole tarvetta kuluttaa yri-
tyksen resursseja tähän kehitykseen, edellyttäen, että vältytään suuremmilta valittuun 
toteutustekniikkaan kohdistuneilta ongelmilta. Jatkokehityksen mahdollisuus ja siitä 
seuraava hyöty huomioidaan myös tulevaisuudessa. 
 
10   Yhteenveto 
Työn pääasiallisena vaatimuksena oli luoda rajapinta iNeton ja EPM-järjestelmän väli-
selle tiedonsiirrolle. Integraatio palvelee iNeton käyttäjiä siten, että jokapäiväinen työs-
kentely on helpompaa ja tehokkaampaa. Integraation toteuttaminen osoittautui paljon 
ennakoitua työläämmäksi, ja myös PMT-projektin projektiryhmä on joutunut kehittäjien 
tavoin osallistumaan toteutuksen haasteisiin. 
Oraclen PL/SQL-ympäristö tarjoaa tiedon käsittelyn lisäksi erinomaiset työkalut tämän-
kaltaisille järjestelmäintegraatioiden kehitystyölle. Työkalujen tutkiminen ja selvitystyö 
oli erittäin tärkeää. Työssä kävi hyvin ilmi se, että projekteja helposti toteutetaan käyttä-
en vanhoja tutuksi tulleita toimintatapoja, eikä uudempia toimintatapoja välttämättä 
tutkita ja käytetä. Valitun toteutustekniikan ylläpito osoittautui työlääksi, mutta Oraclen 
XML-perheen työkalujen käyttö mahdollisti integraation mielekkään toteuttamisen ja 
ylläpidon. XML-muotoista tietoa tullaan käsittelemään todennäköisesti myös tulevai-
suudessa muiden iNetto-projektien yhteydessä. Insinöörityö tarjoaa iNeton kehittäjä-
ryhmälle paremman valmiuden XML-tiedon käsittelyyn.  
iNettoon tehty toteutus on alustavien testien mukaan hyvin toimintavarma. Järjestelmien 
välistä integraation testaamista jatketaan projektiryhmän toimesta jatkokehityksen lo-
massa. Integraatioon seuraavaksi lisättävä ominaisuus on lohkorivikohtaiset valmiusas-
 42
teet, jotka kertovat sen, kuinka paljon lohkorivejä on suunniteltu, valmistettu, toimitettu 
tai asennettu. Jatkokehitykseen kuuluu myös tarjoustietojen lisäys integraatioon. Nämä 
vaativat paljon kehitystyötä, mutta nyt kun integraation rajapinta on määritelty ja toi-
minnassa, toteutus tulee olemaan hyvin suoraviivaista. Kehityksen aikana totuttiin vas-
taanottamaan tämänkaltaisia muutospyyntöjä. Eritoten jatkuvien muutosten takia raja-
pinta tehtiin mahdollisimman helposti jatkokehitettäväksi. Tässä projektissa opittuja 
menetelmiä ja tekniikoita tulisi käyttää myös tulevaisuuden kehitysprojekteissa. 
Integraation avulla iNetto-käyttäjät voivat käyttää EPM-järjestelmää projektiensa aika-
tauluttamiseen, mutta järjestelmän käyttäminen vaatii Consoliksen tytäryhtiöissä koulu-
tusta. EPM-järjestelmässä projektien aikatauluista voidaan tuottaa Gantt-kaavioraport-
teja, mikä jo itsessään on suuri edistys iNeton toiminnallisuuksiin verrattuna. Käyttäjät 
voivat siis käyttää EPM-järjestelmää pelkästään raportointiin, mutta koulutuksissa käyt-
täjät oppivat järjestelmän muitakin projektinhallinta- ja seuraamisominaisuuksia.   
Työ oli vain osa PMT-projektin tulevasta kehitystyöstä, mutta iNetto sai tämän työn 
myötä jälleen uuden ominaisuuden. iNetto on nyt entistä kilpailukykyisempi muiden 
toiminnanohjausjärjestelmien kanssa ja vastaa vanhana järjestelmänä paremmin nyky-
ajan haasteisiin. 
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#!/bin/bash 
#===================================================== 
# EPM Import 
# 11.03.2009 Jokke 
# 
# Importing project data (XML) to iNetto 
#===================================================== 
 
. $HOME/.bash_profile 
. inetto_root.sh 
export NLS_DATE_FORMAT=DD.MM.YYYY 
export NLS_NUMERIC_CHARACTERS=". " 
 
#How many times per minute 
k=4; 
 
for ((i=0; i < $k; i++)); do 
 
  cd ${INETTO_ROOT}/croni/EPM_Import/ 
  . Import_xml.sh >> ${INETTO_ROOT}/croni/EPM_Import/EPM_Import.log 
 
  let s  60 / $k"  "  =
  sleep $s 
done 
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#!/bin/bash 
#===================================================== 
# EPM Import 
# 11.03.2009 Jokke 
# 
# Importing project data (XML) to iNetto 
#===================================================== 
 
# Directory is mapped over the network 
cd /mnt/EPM_inettoexport 
 
# If some imports have failed earlier -> exit 
if [ -s *.imp ] ; then 
  exit -1 
fi 
 
# If new XML files are found then: 
if [ -s *.xml ] ; then 
  # Loop all XML files 
  ls *.xml | cut -f1 -d"." | while read FILE 
  do 
    echo "==================================================" 
    echo "EPM Import starts" `date` 
    echo "==================================================" 
 
    Convert XML file to imp file # 
    mv ${FILE%}".xml" ${FILE%}".imp"   
 
    echo "set serveroutput on" > ex_commands 
    echo "execute MS_PROJECT.IMPORT_XML('"${FILE%}".imp', 'imp', 'xml')" \ 
      >> ex_commands 
 
    # Get the right database from the XML file name 
    dbase=`echo $FILE | cut -f1 -d"_"`  
    . ${INETTO_ROOT}/env/exec_oraenv.sh $dbase 
    echo "Database environment: " 
    echo  $dbase 
 
    # Execute database procedure 
    sqlplus ${INETTO_UID} < ex_commands 
    rm ex_commands 
     
    # If some rows locked during import -> new try 
    if [ ! -s ${FILE%}".imp" ]; then 
      echo "Some rows locked during import. New try!" 
    else 
      Copy processed file to iNetto serve archive #  r 
      cp ${FILE%}".imp" ${INETO_ROOT}/croni/EPM_Import/old/${FILE%}".xml" 
      # Move processed file to EPM server archive 
      mv ${FILE%}".imp" Archive/${FILE%}".xml" 
    fi 
  done 
fi 
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<!DOCTYPE project [ 
  <!ELEMENT project ( 
     system, country, project_guid?, id, tender?, tender_version?,  
     name, template_grouping, order_date, project_start, project_end,  
     sales_person?, project_manager, designer?,  
     info?, user?, contacts?, assembly_blocks?, tasks?)> 
  <!ELEMENT system (#PCDATA)> 
  <!ELEMENT country (#PCDATA)> 
  <!ELEMENT project_guid (#PCDATA)> 
  <!ELEMENT id (#PCDATA)> 
  <!ELEMENT type (#PCDATA)> 
  <!ELEMENT tender (#PCDATA)> 
  <!ELEMENT tender_version (#PCDATA)>      
  <!ELEMENT name (#PCDATA)> 
  <!ELEMENT template_grouping (#PCDATA)> 
  <!ELEMENT order_date (#PCDATA)> 
  <!ELEMENT project_start (#PCDATA)> 
  <!ELEMENT project_end (#PCDATA)> 
  <!ELEMENT sales_person (#PCDATA)> 
  <!ELEMENT project_manager (#PCDATA)> 
  <!ELEMENT designer (#PCDATA)> 
  <!ELEMENT info (#PCDATA)>       
  <!ELEMENT user (#PCDATA)> 
   
  <!ELEMENT contacts (contact*)> 
  <!ELEMENT contact ( 
    level, customer, name, address?,  
    post_code?, post_office?)> 
  <!ELEMENT level (#PCDATA)> 
  <!ELEMENT customer (#PCDATA)> 
  <!ELEMENT contacts.name (#PCDATA)> 
  <!ELEMENT address (#PCDATA)> 
  <!ELEMENT post_code (#PCDATA)> 
  <!ELEMENT post_office (#PCDATA)> 
   
   
  <!ELEMENT assembly_blocks (assembly_block*)> 
  <!ELEMENT assembly_block ( 
    name, design_start, design_end, 
    production_start, production_end, delivery_start, delivery_end,  
    assembly_start, assembly_end, blockrows?)> 
  <!ATTLIST assembly_block 
    id CDATA #REQUIRED> 
 
  <!ELEMENT blockrows (factory_blockrows*)> 
  <!ELEMENT factory_blockrows (blockrow*)> 
  <!ATTLIST factory_blockrows 
    id CDATA #REQUIRED 
    factory CDATA #REQUIRED 
    factory_name CDATA #REQUIRED 
    hall CDATA #REQUIRED> 
  <!ELEMENT blockrow ( 
    factory_type?, product_type?, sales_unit?, 
    design_complete_percentage?, production_complete_percentage?,  
    delivery_complete_percentage?, assembly_complete_percentage?,  
    design_start?, design_end?, production_start, production_end,  
    delivery_start, delivery_end, assembly_start?, assembly_end?)> 
  <!ATTLIST blockrow 
    id CDATA #REQUIRED> 
  <!ELEMENT factory_type (#PCDATA)> 
  <!ELEMENT product_type (#PCDATA)> 
  <!ELEMENT sales_unit (#PCDATA)> 
  <!ELEMENT design_complete_percentage (#PCDATA)> 
  <!ELEMENT production_complete_percentage (#PCDATA)> 
  <!ELEMENT delivery_complete_percentage (#PCDATA)>  
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  <!ELEMENT assembly_complete_percentage (#PCDATA)> 
  <!ELEMENT design_start (#PCDATA)> 
  <!ELEMENT design_end (#PCDATA)> 
  <!ELEMENT production_start (#PCDATA)> 
  <!ELEMENT production_end (#PCDATA)> 
  <!ELEMENT delivery_start (#PCDATA)> 
  <!ELEMENT delivery_end (#PCDATA)> 
  <!ELEMENT assembly_start (#PCDATA)> 
  <!ELEMENT assembly_end (#PCDATA)>  
   
  <!ELEMENT tasks (task*)> 
  <!ELEMENT task (task_name, start_date?, end_date?,  
    complete_percentage?, blockrow_id?)> 
  <!ATTLIST task 
    id CDATA #REQUIRED 
    mandatory (yes | no) #IMPLIED 
    collapsed (yes | no) #IMPLIED 
    parent_task CDATA #IMPLIED> 
  <!ELEMENT task_name (#PCDATA)> 
  <!ELEMENT start_date (#PCDATA)> 
  <!ELEMENT end_date (#PCDATA)> 
  <!ELEMENT complete_percentage (#PCDATA)> 
  <!ELEMENT blockrow_id (#PCDATA)> 
]> 
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CREATE OR REPLACE PACKAGE BODY TOJMGR.MS_PROJECT AS 
 
  /* Forward declarations for the private subprograms */ 
  /****************************************************/ 
  ures for writing data t X / /* Proced o ML DOM *
  PROCEDURE WriteProject(p_tilaus IN VARCHAR2); 
  PROCEDURE WriteContacts(p_tilaus IN VARCHAR2); 
  PROCEDURE WriteAssemblyBlocks(p_tilaus IN VARCHAR2); 
  PROCEDURE WriteBlockRows( 
    p_tilaus         IN VARCHAR2,  
    p_assembly_block IN VARCHAR2,  
    p_xml_node       IN OUT NOCOPY DBMS_XMLDOM.DOMNode); 
  PROCEDURE WriteTasks(p_tilaus IN VARCHAR2); 
 
  ures for reading data from XML file */ /* Proced
  PROCEDURE ReadProject; 
  PROCEDURE ReadCustomers; 
  PROCEDURE ReadAssemblyBlocks; -- This also executes ReadBlockRows procedure 
  PROCEDURE ReadBlockRows( 
    p_assembly_block IN VARCHAR2  , 
    p_xml_node       IN OUT NOCOPY DBMS_XMLDOM.DomNode); 
  PROCEDURE ReadTasks; 
 
  /* Procedures for updating data to database. 
     Lock situations are checked and handled. */ 
  PROCEDURE UpdateProject; 
  PROCEDURE UpdateAssemblyBlocks; 
  PROCEDURE UpdateBlockRows; 
  PROCEDURE UpdateTasks; 
 
  ures for printing received data */ /* Proced
  PROCEDURE PrintProject; 
  PROCEDURE PrintCustomers; 
  PROCEDURE PrintAssemblyBlocks; 
  PROCEDURE PrintBlockRows; 
  PROCEDURE PrintTasks; 
 
  /* Procedure for free all reserved recources */ 
  PROCEDURE FreeResources; 
 
  ure to improve readability of the code */ /* Proced
  PROCEDURE XmlAppendDataTag( 
    p_node     IN DBMS_XMLDOM.DOMNode,  -- Node where to add 
    p_tag_name IN VARCHAR2,             -- Tag name 
    p_data     IN VARCHAR2              -- Tag data 
  ); 
 
  /* Predefined exceptions */ 
  UpdateLock EXCEPTION; 
  PRAGMA EXCEPTION_INIT (UpdateLock, -54); 
 
  /* Global constant variables */ 
  /*****************************/ 
  /* Database directories where XML files are handled. 
     Note: directories are named from the EPM point of view: 
     EPM_INETTOIMPORT i.e. XML files are exported from iNetto 
     EPM_INETTOEXPORT i.e. XML files are exported from EPM 
  */ 
  c_export_directory CONSTANT DBA_DIRECTORIES.DIRECTORY_NAME%TYPE NOT NULL  
    := 'EPM_INETTOIMPORT'; 
  c_import_directory CONSTANT DBA_DIRECTORIES.DIRECTORY_NAME%TYPE NOT NULL  
    := 'EPM_INETTOEXPORT'; 
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  /* If value of this variable is set to "ERROR",  
     then occuring errors are reported to certain persons with SMS and email*/  
  c_error_notification CONSTANT LOKI.TASO%TYPE NOT NULL := 'ERROR'; 
 
  c_program CONSTANT VARCHAR2(8) NOT NULL := 'EPM'; 
 
  /* Global variables */ 
  g_db_name V$DATABASE.NAME%TYPE; 
  g_user    VARCHAR2(22); 
 
  /* XML variables */ 
  xml_lob                   CLOB; 
  xml_parser                DBMS_XMLPARSER.Parser; 
  xml_doc                   DBMS_XMLDOM.DOMDocument; 
  xml_root_node             DBMS_XMLDOM.DOMNode; 
  xml_element               DBMS_XMLDOM.DOMElement;  
 
  /* Arrays  */ 
  /***********/ 
  /* Rowtype for project information */ 
  rt_order TILAUS%ROWTYPE; 
 
  /* Array for contacts information */ 
  TYPE tt_contacts IS 
  TABLE OF TILAUSYHTEYS%ROWTYPE; 
  t_contacts tt_contacts := tt_contacts(); 
 
    /* Array for assembly blocks */ 
  TYPE tt_assembly_blocks IS 
  TABLE OF ASENNUSLOHKO%ROWTYPE; 
  t_assembly_blocks tt_assembly_blocks := tt_assembly_blocks(); 
   
  /* Array for block rows */ 
  TYPE tt_blockrows IS 
  TABLE OF LOHKORIVI%ROWTYPE; 
  t_blockrows tt_blockrows := tt_blockrows(); 
 
  /* Array for tasks */ 
  TYPE tt_tasks IS 
  TABLE OF TASK%ROWTYPE; 
  t_tasks tt_tasks := tt_tasks(); 
 
 
  -- ======================================================================= 
  --                        PUBLIC SUBPROGRAMS                               
  -- ======================================================================= 
 
  PROCEDURE EXPORT_XML( 
    p_tilaus IN VARCHAR2,  
    p_user IN VARCHAR2 
  ) IS 
    xml_node      DBMS_XMLDOM.DOMNode; 
    xml_main_node DBMS_XMLDOM.DOMNode; 
    xml_pi        DBMS_XMLDOM.DOMProcessingInstruction; 
    v_file_name   VARCHAR2(120); 
  BEGIN 
    LOKIIN('MS_PROJECT_EXPORT', '00001', 'Start '||p_tilaus, '*'); 
     
    -- Set numeric format: point as decimal separator and  
    -- no thousand separators 
    EXECUTE IMMEDIATE 'ALTER SESSION SET NLS_NUMERIC_CHARACTERS = ". "'; 
     
    -- Format session old values from memory 
    -- FreeResources; 
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    -- User who executed this 
    g_user := p_user; 
    
    -- XML document and main node (invisible node) 
    xml_doc := DBMS_XMLDOM.newDOMDocument; 
    xml_main_node := DBMS_XMLDOM.makeNode(xml_doc); 
 
    -- XML declaration (processing instructions) 
    xml_pi := DBMS_XMLDOM.createProcessingInstruction(xml_doc,  
      'xml', 'version="1.0" encoding="utf-8" standalone="yes"'); 
    xml_node := DBMS_XMLDOM.appendChild( 
                  xml_main_node,DBMS_XMLDOM.makeNode(xml_pi)); 
 
    -- Project (root) node 
    xml_element := DBMS_XMLDOM.createElement(xml_doc, 'project'); 
    xml_root_node := DBMS_XMLDOM.appendChild( 
                       xml_main_node, DBMS_XMLDOM.makeNode(xml_element)); 
     
    -- Source system/environment node (without cluster number) 
    g_db_name := INETTO_COMMON.DATABASE_ENV; 
    XmlAppendDataTag(xml_root_node, 'system', g_db_name); 
     
    -- Gather all data to XML DOM 
    WriteProject(p_tilaus); 
    WriteContacts(p_tilaus); 
    WriteAssemblyBlocks(p_tilaus); 
    WriteTasks(p_tilaus); 
     
    v_file_name := g_db_name||'_'|| 
                   s | p_tilau  ||'_'|
                   TO_CHAR(SYSDATE,'YYYYMMDDhh24miss')||'.xml'; 
 
    -- Create CLob from XML DOM data 
    DBMS_LOB.createTemporary(xml_lob, cache => FALSE); 
    DBMS_LOB.Open(xml_lob, DBMS_LOB.lob_readwrite); 
    DBMS_XMLDOM.writeToCLob(xml_doc, xml_lob); 
 
    -- Write CLob variable directly to file with the UTF-8 character encoding 
    DBMS_XSLPROCESSOR.CLob2File(xml_lob, c_export_directory,  
                                v_file_name, NLS_CHARSET_ID('UTF8')); 
 
    FreeResources; 
 
    -- Write to project log 
    TP_TILAUS_LOKI.UUSI(p_tilaus,  
                        'Project data exported to the EPM server',  
                        'MS Project'); 
 
    LOKIIN('MS_PROJECT_EXPORT', '00009', 'End', '*'); 
  EXCEPTION 
    WHEN OTHERS THEN 
      FreeResources; 
      LOKIIN('MS_PROJECT_EXPORT', '00099', 
             DBMS_UTILITY.format_error_stack||CHR(10)||CHR(10)|| 
             DBMS_UTILITY.format_error_backtrace, 
             c_error_notification); 
      RAISE; 
  END EXPORT_XML; 
 
  ---------------------------------------------------------------------------- 
  PROCEDURE IMPORT_XML( 
    p_file           IN VARCHAR2, 
    p_src_file_type  IN VARCHAR2 DEFAULT NULL, 
    p_dest_file_type IN VARCHAR2 DEFAULT NULL 
  ) IS   
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  BEGIN 
    LOKIIN('MS_PROJECT_IMPORT', '00001', 'Start '||p_file, '*'); 
     
    -- Set numeric format: point as decimal separator and  
    -- no thousand separators 
    EXECUTE IMMEDIATE 'ALTER SESSION SET NLS_NUMERIC_CHARACTERS = ". "'; 
 
    -- Read UTF-8 encoded characters of the XML file to CLob variable 
    xml_lob := DBMS_XSLPROCESSOR.Read2CLob(c_import_directory,  
                                           p_file, NLS_CHARSET_ID('UTF8')); 
 
    -- Create a new parser and parse CLob data 
    xml_parser := DBMS_XMLPARSER.newParser; 
    DBMS_XMLPARSER.parseClob(xml_parser, xml_lob); 
     
    -- Create a new DOM document from the parser 
    xml_doc := DBMS_XMLPARSER.getDocument(xml_parser); 
 
    -- Get the root element of the document 
    xml_element := DBMS_XMLDOM.getDocumentElement(xml_doc); 
 
    -- Read data to arrays 
    ReadProject; 
    ReadAssemblyBlocks; 
    ReadTasks; 
     
    -- Update data from arrays 
    UpdateProject;     
    UpdateAssemblyBlocks; 
    UpdateTasks; 
     
    -- Update orderlines with the new blockrow values  
    ORDERLINE.UPDATE_ALL(rt_order.TILAUS, g_user, c_program); 
     
    COMMIT; 
     
    FreeResources; 
     
    -- Write to project log 
    TP_TILAUS_LOKI.UUSI(rt_order.TILAUS,  
                        'Project data imported from the EPM server',  
                        'MS Project'); 
     
    LOKIIN('MS_PROJECT_IMPORT', '00009', 'End', '*'); 
  EXCEPTION 
    WHEN UpdateLock THEN 
      ROLLBACK; 
      FreeResources; 
      /* Because there was lock situation, let's try import again. 
         File is changed back to old file type  
         -> it will be noticed and handled as a new file in  
            "import_xml.sh" shell script 
      */ 
      DECLARE 
        v_new_filename VARCHAR(240); 
      BEGIN 
        v_new_filename := REPLACE(p_file, '.'|| 
                                  p_src_file_type, '.'||p_dest_file_type);  
        IF p_file <> v_new_filename THEN 
          UTL_FILE.FCOPY( 
            src_location  => c_import_directory, 
            src_filename  => p_file, 
            dest_location => c_import_directory, 
            dest_filename => v_new_filename); 
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          UTL_FILE.FREMOVE( 
            location => c_import_directory, 
            filename => p_file); 
             
          LOKIIN('MS_PROJECT_IMPORT', '00095',  
                 'Rows locked - Going to try again!', '*'); 
        ELSE 
          LOKIIN('MS_PROJECT_IMPORT', '00099',  
                  'Rows locked - Cannot update data!', c_error_notification); 
        END IF; 
    END  ; 
    WHEN OTHERS THEN 
      ROLLBACK; 
      FreeResources; 
      TP_TILAUS_LOKI.UUSI(rt_order.TILAUS,  
                          'Importin project data failed!  
                          Please, check iNetto log and contact admin.',  
                          'MS Project'); 
      LOKIIN('MS_PROJECT_IMPORT', '00099', 
             DBMS_UTILITY.format_error_stack||CHR(10)||CHR(10)|| 
             DBMS_UTILITY.format_error_backtrace, 
             c_error_notification); 
  END IMPORT_XML; 
