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Povzetek
Naslov: Primerjava implementacij verige blokov na primeru registra vpo-
gledov
Avtor: Marko Kocˇevar
V diplomski nalogi skozi primer implementacije registra vpogledov v osebne
podatke predstavimo in primerjamo dve implementaciji tehnologije verige
blokov. Register vpogledov omogocˇa obdelovalcem osebnih podatkov vecˇji
nadzor nad zbranimi podatki in hkrati pomaga k izpoljnevanju nekaterih
pogojev uredbe GDPR. Tehnologiji verige blokov se v zadnjem cˇasu posvecˇa
vse vecˇ pozornosti, glavni razlog pa je vse vecˇje zanimanje za kriptovalute,
katere so bile tudi prve, ki so uspesˇno implementirale to novo tehnologijo. V
nalogi si pogledamo, kako je tehnologija zasnovana, kaj nam ponuja, osnovne
lastnosti, prednosti in slabosti. Podrobneje predstavimo dve implementaciji,
Ethereum in Hyperledger Fabric, ter prikazˇemo, kako smo jih umestili v nasˇo
aplikacijo, in ponudimo primerjavo med njima.
Kljucˇne besede: Veriga blokov, GDPR, Ethereum, Hyperledger.

Abstract
Title: Comparison of blockchain implementations using a register of in-
quiries
Author: Marko Kocˇevar
The thesis presents and compares two implementations of blockchain technol-
ogy. The comparison is based on a register of insights into personal data, as
an example use case. The register enables various institutions and companies
to have better control, as well as a cleaner overview of insight into personal
data of their customers from within their computer systems. Additionally,
it helps users towards compliance with the new GDPR regulation regard-
ing personal data. Blockchain technology is becoming increasingly popular,
mainly influenced by the rise of cryptocurrencies, which were the first to im-
plement this technology. In the thesis we take a look into the technology,
its design, properties, capabilities as well as pros and cons. There is a more
detailed focus on two main implementations, the Ethereum and Hyperledger
Fabric platforms, with comparison and description of our application.




V danasˇnjem informacijskem cˇasu in s pojavom raznih druzˇbenih omrezˇij
se je mocˇno povecˇal obseg osebnih podatkov posameznika, ki jih podjetja
zbirajo in obdelujejo za dosego svojih ciljev. Zato je s 25. marcem 2018
stopila v veljavo nova uredba EU za varstvo osebnih podatkov [10] oziroma
GDPR (angl. General Data Protection Regulation). Zakon predpisuje pravila
za podjetja in ustanove (upravljavci oziroma obdelovalci osebnih podatkov),
ki hranijo in/ali obdelujejo osebne podatke posameznikov, kako ravnati z
le-temi. Posameznikom zagotavlja vecˇji nadzor in pregled nad tem, kje se
njihovi podatki uporabljajo. V podrobnosti same uredbe se v diplomskem
delu ne bomo poglabljali, spodaj je strnjenih nekaj njenih poglavitnejˇsih tocˇk.
Privolitev Posameznik mora izrecno privoliti v zbiranje in obdelavo svojih
osebnih podatkov.
Dostop do informacij Upravljavci morajo posamezniku zagotoviti pregle-
dne informacije o obdelavah njegovih podatkov.
Pooblasˇcˇena oseba Podjetja, ki redno zajemajo in obdelujejo osebne po-
datke posameznika, morajo imenovati odgovorno osebo za varstvo oseb-
nih podatkov ali DPO (angl. data protection officer).




Mozˇnost pozabe Posameznik ima pravico zahtevati izbris oziroma pozabo
njegovih zbranih osebnih podatkov.
Uredba v 30. cˇlenu navaja, da mora vsak upravljavec in obdelovalec voditi
evidenco dejavnosti obdelav, ki vsebuje informacije, kot so namen obdelav,
vrste osebnih podatkov, kdo je videl te podatke, prenosi v tretje drzˇave in
predvideni roki za izbris podatkov.
Namen projekta, zasnovanega na delovnem mestu, je bil razviti aplikacijo,
register vpogleda osebnih podatkov, ki bi hranil prej omenjene informacije,
podjetjem in ustanovam omogocˇal enostavno integracijo v njihove obstojecˇe
sisteme in ponujal pregleden ter enostaven uporabniˇski vmesnik, preko ka-
terega bi dostopali do evidenc obdelav. Dodana vrednost je zagotavljanje
integritete shranjenih podatkov in zabelezˇenih vpogledov, kar dosezˇemo z
uporabo tehnologije verige blokov (angl. blockchain). Veriga blokov je no-
vejˇsa tehnologija, najbolj znana po uporabi v kriptovalutah. V grobem lahko
recˇemo, da nam ponuja decentralizirano shrambo podatkov, hkrati pa zago-
tavlja nespremenljivost in varnost.
Cilj diplomskega dela je predstaviti idejo in izdelavo registra ter podrobno
pogledati implementacijo dveh razlicˇnih tehnologij verige blokov in njihovih
zmozˇnosti. Prva od teh tehnologij je Ethereum [23], ki jo poznamo predvsem
po kriptovaluti Ether. Poleg tega, da gostuje omenjeno kriptovaluto, je bila
prva, ki nam je omogocˇila ustvarjanje t. i. pametnih pogodb (angl. smart
contracts) in decentraliziranih aplikacij. Druga tehnologija, katero si bomo
pogledali, je Hyperledger Fabric. Je eden izmed produktov iniciative Hyper-
ledger ali Hyperledger project [14], ki je bila ustanovljena leta 2015 s strani
Linux Foundation-a [13] skupaj s mnogimi podporniki (IBM, Cisco, Intel,
Red Hat, ...). Zavzemajo se za razvijanje naprednih odprtokodnih resˇitev
tehnologije verige blokov s poudarkom na uporabnosti v industriji.
Najprej si bomo v naslednjem poglavju pogledali, kako smo zasnovali pro-
jekt registra vpogleda osebnih podatkov. Sledi opis uporabljenih tehnologij.
Podrobneje bomo opisali tehnologijo verige blokov in obe implementaciji.
Nato bomo na kratko predstavili izdelavo registra, bolj se bomo osredotocˇili
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na to, kako smo vkljucˇili posamezno tehnologijo verige blokov v nasˇ projekt.
Omenili bomo tezˇave in omejitve, s katerimi smo se sˇrecˇali, ter predsta-
vili nacˇine za njihovo resˇevanje. V predzadnjem poglavju si bomo pogledali
primerjavo obeh implementacij verige blokov. Za konec bomo strnili nasˇe




Poglejmo si, kako je bil register zasnovan, kaksˇne so njegove funkcionalno-
sti ter zmozˇnosti. Glavna funkcionalnost registra je belezˇenje vpogledov v
osebne podatke posameznika znotraj razlicˇnih aplikacij in sistemov podjetij
ali ustanov.
Pri zasnovi projekta smo imeli tri glavne cilje. Prvi in glavni cilj je bil
izdelati register, ki je sposoben belezˇiti vpoglede v osebne podatke posame-
znika znotraj razlicˇnih aplikacij in sistemov podjetij ali ustanov ter hraniti
revizijsko sled teh, hkrati pa omogocˇiti cˇim lazˇjo integracijo v obstojecˇe sis-
teme. Drugi cilj je zajemal zagotavljanje varnosti shranjevanja podatkov o
vpogledih, tako da jih ni mogocˇe enostavno prirediti, zakriti ali izbrisati. Za-
dnji cilj je bil ponuditi vmesnik, preko katerega omogocˇimo dostop do teh
podatkov pooblasˇcˇenim osebam.
Za uresnicˇitev prvega cilja smo se odlocˇili, da bo register belezˇil vpoglede
preko vhodnega spletnega vmesnika, na katerega aplikacije posˇiljajo opise
dogodkov (vpogledov) v JSON obliki preko HTTP POST zahtevka. Tako
smo zasnovali splosˇen vhodni vmesnik, ki lahko belezˇi vpoglede iz razlicˇnih
sistemov, saj morajo te poskrbeti le za posˇiljanje zahtevkov s pravilno vsebino
v nasˇ register.




• tip in cˇasovni zˇig vpogleda;
• podatki uporabnika in izvornega sistema ali aplikacije;
• podatki o osebah, katerih podatki so bili obdelani oziroma vpogledani;
• podatki o dokumentu, v katerem nastopajo.
Tip vpogleda nam dolocˇi, kaksˇna obdelava podatkov se je zgodila. Poznamo
5 osnovnih tipov vpogleda:
• C - ustvarjanje (Create) novega dokumenta, dolocˇenega tipa, ki je ve-
zan na eno ali vecˇ oseb;
• R - bralni (Read) dostop v dolocˇen dokument;
• U - posodobitev (Update) podatkov dokumenta;
• D - brisanje (Delete) brisanje dokumenta;
• E - izvoz (Export) podatkov.
Predpostavljamo, da so osebni podatki posameznika vedno navedeni v
nekem dokumentu dolocˇenega tipa, kateri tocˇno definira, katere osebne po-
datke vsebuje. Dokument si lahko prestavljamo kot papirnati dokument
(npr. pogodba o zaposlitvi, aneksi, zdravstveni izvidi, ...) ali virtualni zapis
podatkov, pomembno je le, da ga izvorna aplikacija identificira z enolicˇnim
identifikatorjem. Tip dokumenta nam pove, kateri osebni podatki lahko v
njem nastopajo, kot tudi cˇas veljavnosti in hrambe ter datum izbrisa doku-
menta. Zato moramo pred integracijo v obstojecˇe sisteme pridobiti podatke
o tipih dokumentov s katerimi upravljajo.
Podatki o posamezniku in dokumentih se hranijo v podatkovni bazi. Pred
shranjevanjem se osebni podatki in drugi identifikatorji kriptirajo, tako da
niso prosto berljivi. Oklesˇcˇeni opisi vpogledov se nato shranijo na verigo
blokov. Ker so podatki na verigi trajni in neizbrisljivi, imamo na njej za-
pisane samo osnovne podatke vpogleda. Vsebujejo pa interni identifikator
dokumenta, preko katerega lahko zapise povezˇemo z drugimi podatki v bazi.
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Register s pomocˇjo teh podatkov vodi revizijsko sled za vsak dokument.
Sled mora slediti logicˇnemu zaporedju, kar pomeni, da mora biti za posa-
mezen dokument najprej poslan dogodek za ustvaritev dokumenta. Temu
lahko sledi poljubno zaporedje vpogledov, ki oznacˇujejo branje, posodobitev
ali izvoz podatkov. Sled se zakljucˇi z dogodkom brisanja. Register zazna
neregularne vpoglede, ki ne sledijo logicˇnemu sosledju, in na te opozori v
uporabniˇskem vmesniku, kjer se jih lahko razresˇi. Neregularni dogodki so
dogodki, ki ne sledijo logicˇnemu sosledju, kot vpogled v sˇe ne ustvarjen doku-
ment ali vecˇkratni dogodek ustvarjanja dokumenta z istim identifikatorjem.
Uporabniˇski vmesnik omogocˇa pooblasˇcˇenim osebam vpogled v evidenco
obdelav osebnih podatkov. Omogocˇa filtriranje po identifikatorju osebe ali
dokumenta, pregled dokumentov, dodajanje tipa dokumenta in prikaz nere-
gularnih dogodkov, ki jih zazna. Posamezne funkcionalnosti se omogocˇijo ali
onemogocˇijo glede na pravice uporabnika.
Nasˇ register je tako sestavljen iz vecˇ delov, ki so med seboj povezani, kot
vidimo na sliki 2.1. Osrednji del registra je zaledna aplikacija, ta vsebuje vso
logiko za shranjevanje in poizvedovanje evidenc obdelav. Prav tako skrbi za
komunikacijo in pretok informacij med ostalimi deli aplikacije, ki so na kratko
opisani v nadaljevanju. Relacijska podatkovna baza, v kateri so shranjeni
podatki o posamezniku, dokumentih in tipih. Veriga blokov na kateri so
shranjeni opisi vpogledov. Spletni vhodni vmesnik, preko katerega sprejema
nove dogodke. Uporabniˇski vmesnik, ki je namenjen pooblasˇcˇenim osebam
in sluzˇi poizvedovanju evidenc.
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Veriga blokov je novejˇsa tehnologija z zacˇetki v letu 1991, ki predstavlja
kriptografsko povezan seznam blokov, kateri vsebujejo shranjene informacije.
Prva prava implementacija se je pojavila sˇele leta 2008, ki jo danes poznamo
kot eno najvecˇjih in najbolj razsˇirjenih kriptovalut Bitcoin [19]. Kriptovalute
uporabljajo verigo blokov kot decentralizirano javno knjigo vseh transakcij
oziroma prenosov virtualnih kovancev med uporabniki. Knjiga transakcij je
dostopna vsakemu udelezˇencu omrezˇja, tako lahko vsak preveri, kaksˇno je
stanje omrezˇja. Ni vecˇ potrebe po centralni entiteti (v tem primeru banke),
ki bi nadzirala, koliko kovancev ima kdo in komu je kdo koliko nakazal, saj
omrezˇje samo skrbi za veljavna stanja in transparentne prenose kriptovalut.
Glavni prednosti verige blokov sta decentralizacija baze podatkov, kar
pomeni, da podatkov nima samo ena glavna entiteta, ampak jih imajo vsi
udelezˇenci v omrezˇju. Druga pomembna lastnost je nespremenljivost podat-





Implementacij tehnologije verige blokov je danes zˇe precej, vsaka z dolocˇenimi
izboljˇsavami ali popravki. Veliko si jih je med seboj podobnih, na primer,
nekatere popularnejˇse kriptovalute so kloni Bitcoina (Litecoin, Dogecoin, Mo-
nero, Dash). Nekatere ponujajo dodatno funkcionalnost pametnih pogodb,
te oznacˇujemo kot verige blokov druge generacije (Ethereum). Vecˇina teh pa
deluje po istem principu oziroma imajo podobno logiko delovanja.
Sledi opis nekaterih osnovnih pojmov, ki so skupni vecˇini verig in jih
moramo poznati za razumevanje samega delovanja tehnologije verige blokov.
Pri opisu se bomo osredotocˇili na implementacije, kakrsˇne imajo nekatere
glavne verige (Ethereum, Bitcoin).
Omrezˇje je sestavljeno iz poljubnega sˇtevila vozˇliˇscˇ (angl. nodes), ki med
seboj komunicirajo po omrezˇni arhitekturi vsak z vsakim (angl. peer to peer).
Poznamo vecˇ vrst omrezˇij. Z napredkom tehnologije se pojavljajo vedno
nova, v grobem pa jih lahko razdelimo na sledecˇe tri tipe; odprti, zaprti in
mesˇani tip omrezˇja.
Odprti tip pomeni, da se lahko omrezˇju pridruzˇi vsak, ki ima dostop
do interneta in postavi svoje vozliˇscˇe. Vsako vozliˇscˇe lahko generira nove
transakcije in bloke, komunicira z drugimi udelezˇenci omrezˇja in pomaga
pri delovanju (validaciji novih blokov) omrezˇja. Hkrati pa so vozliˇscˇa delno
anonimna, saj jih dolocˇa le internetni naslov (angl. IP address). Primer
takega tipa so kriptovalute (npr. Bitcoin, Ethereum, Litecoin), kjer se lahko
vsakdo pridruzˇi omrezˇju, pridobi svoj naslov (denarnico) in zacˇne upravljati
s svojimi virtualnimi sredstvi.
Zaprti tip uporabljajo predvsem podjetja in konzorciji za ucˇinkovit, zau-
pen in transparenten prenos informacij. Vozliˇscˇa omrezˇja so vnaprej defini-
rana, dolocˇeno je, katera skrbijo za delovanje omrezˇja. Dostop do podatkov
je mozˇen samo znotraj podjetja ali konzorcija. Take tipe razvijajo pri Hyper-
ledger projektu.
Mesˇani tip je podoben zaprtemu, le da so podatki dostopni tudi javnosti.
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Za verifikacijo in delovanje omrezˇja sˇe vedno skrbijo dolocˇena vozliˇscˇa, drugi
pa imajo omejen dostop do podatkov ali nekaterih funkcij.
Vozliˇscˇa so programska oprema, implementirana po dolocˇenem protokolu
verige blokov (npr. Bitcoin ali Ethereum). Omogocˇajo nam prikljucˇitev
v omrezˇje, kreiranje denarnice, posˇiljanje transakcij in pregled zgodovine
blokov. Vozliˇscˇa, ki hranijo celotno zgodovino verige blokov, se imenujejo
polna vozliˇscˇa (angl. full nodes). Ta lahko sodelujejo tudi pri generiranju
novih blokov ter podpori omrezˇja. Ker je celotna zgodovina nekaterih verig zˇe
v stotih gigabajtih (celotna Bitcoin zgodovina zasede vecˇ kot 200 gigabajtov
prostora, zgodovina Ethereuma pa kar 700), so se pojavila vozliˇscˇa, katera
hranijo le zadnjih nekaj blokov (angl. light nodes). Taka vozliˇscˇa v ozadju
komunicirajo s polnim vozliˇscˇem, primerna pa so predvsem za upravljanje
denarnice.
Denarnica je locˇena funkcionalnost vozliˇscˇa ali samostojna programska
oprema, ki komunicira z oddaljenim vozliˇscˇem. Dolocˇena je s parom javnega
in privatnega kriptografskega kljucˇa, katerima pripada en ali vecˇ naslovov
na verigi blokov. Naslovi so navadno izpeljani iz javnega kljucˇa denarnice.
Generiranje naslova je odvisno od dolocˇenega protokola, ponavadi se pridobi
s pomocˇjo razlicˇnih zgosˇcˇevalnih funkcij (Bitcoin uporablja HASH160, Ethe-
reum pa Keccak-256). Naslovi se uporabljajo za prenos kriptovalut med upo-
rabniki in za belezˇenje stanja denarnice. Sama denarnica ne hrani vrednosti,
njeno stanje je implicitno dolocˇeno z vsemi prejetimi in poslanimi transakci-
jami na oziroma z njenih naslovov. Privatni kljucˇ se uporabi za podpisovanje
poslanih transakcij, tako je zagotovljena verodostojnost posˇiljatelja. Denar-
nica nam omogocˇa posˇiljanje transakcij (kovancev) in pregled nasˇega stanja.
Pri Ethereumu je sˇe potrebna za kreiranje pametnih pogodb ter klicanje
njihovih funkcij.
Zgosˇcˇevalne funkcije (angl. hash function) so algoritmi, ki iz poljubnega
vhodnega sporocˇila na izhod vrnejo binarno vrednost fiksne dolzˇine (zgosˇcˇena
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vrednost). Imajo dve pomembni lastnosti, in sicer, da so nepovratne, kar po-
meni, da je skoraj nemogocˇe najti vhodno sporocˇilo, cˇetudi poznamo izhodno
vrednost, in da zˇe majhna sprememba vhodnega sporocˇila povzrocˇi generi-
ranje povsem drugacˇnega izhoda.
Zaradi teh lastnosti so zelo uporabne v tehnologiji verige blokov, saj
lahko s pomocˇjo zgosˇcˇenih vrednosti enostavno preverimo, cˇe so transakcije
in bloki ostali nedotaknjeni. Razlicˇne implementacije verige blokov upora-
bljajo razlicˇne funkcije, med sˇirsˇe uporabljenima sta SHA-256 (pri Bitcoinu)
ali SHA-3 (pri Ethereumu).
Transakcije se uporabljajo za prenos kriptovalut med denarnicami ali za
interakcijo s pametnimi pogodbami, kjer tehnologija to omogocˇa. Ko ustva-
rimo novo transakcijo in se ta podpiˇse s privatnim kljucˇem denarnice, jo
razprsˇeno oddamo vsem drugim vozliˇscˇem. Vozliˇscˇa take, sˇe nepotrjene, tran-
sakcije hranijo v svojem bazenu transakcij (angl. mempool), dokler jih katero
od vozliˇscˇ ne spravi v blok. Ko je enkrat transakcija shranjena v bloku, ka-
teri je prikljucˇen verigi, se smatra kot potrjena. Transakciji, poleg vrednosti,
katero hocˇemo poslati, dodamo sˇe placˇilo (angl. fee), ki sluzˇi kot nagrada
vozliˇscˇu, ki je generiralo blok. Transakcijam, ki komunicirajo s pamentimi
pogodbami, lahko dodamo sˇe podatke, kateri sluzˇijo kot vhodni parametri
funkcijam.
Zgosˇcˇeno dvojiˇsko drevo transakcij dobimo tako, da za liste drevesa
uporabimo vse transakcije, ki so vsebovane v bloku. Nato za vsako tran-
sakcijo izracˇunamo njeno zgosˇcˇeno vrednost iz njenih podatkov. Potem se
premikamo proti korenu drevesa in na vsakem nivoju za posamezno vozliˇscˇe
izracˇunamo zgosˇcˇeno vrednost zdruzˇenih zgosˇcˇenih vrednosti otrok. To pona-
vljamo, dokler ne pridemo do korena drevesa in dobimo ene same vrednosti.
Primer postopka izracˇuna je predstavljen tudi na sliki 3.1. Koncˇna vre-
dnost se potem shrani v glavo bloka in nam omogocˇa enostaven nacˇin pre-
verjanja pristnosti transakcij v bloku.
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Slika 3.1: Diagram postopka za izracˇun koncˇne vrednosti zgosˇcˇenega binar-
nega drevesa
Bloki so glavni cˇleni verige. V osnovi so sestavljeni iz glave (angl. block
header) in mnozˇice transakcij. Glava vsebuje razne metapodatke, ki nosijo
informacijo o doticˇnem bloku. Kateri metapodatki so zapisani v glavi, je
odvisno od posamezne implementacije, med njimi je ponavadi podatek o ver-
ziji, cˇasovnem zˇigu, sˇtevilu vsebovanih transakcij, zgosˇcˇeni vrednosti predho-
dnega bloka in vrednosti zgosˇcˇenega dvojiˇskega drevesa transakcij [12] (angl.
Merkle tree oziroma hash tree). Tako drevo zakodira vse transakcije bloka
v eno samo vrednost. Prednost drevesa je, da moramo za dokaz, da je neka
transakcija vsebovana, izracˇunati le logaritemsko sˇtevilo zgosˇcˇenih vrednosti
glede na sˇtevilo listov drevesa.
Posamezen blok se enolicˇno identificira z zgosˇcˇeno vrednostjo njegovih
metapodatkov. Lahko ga referenciramo tudi z njegovo zaporedno sˇtevilko v
verigi, vendar je mozˇno, da ima vecˇ blokov enako vrednost, vecˇ o tem nekoliko
pozneje.
Veriga blokov je torej enosmerno povezan seznam blokov, kjer se za kaza-
lec uporablja zgosˇcˇena vrednost predhodnega bloka, kot je prikazano na sliki
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Slika 3.2: Poenostavljena shema verige blokov
3.2. Veriga se zacˇne z izhodiˇscˇnim blokom (angl. genesis block), kateri je
ponavadi zapecˇen v samo programsko kodo in je edini, ki nima predhodnika.
Verigi se nato postopoma prikljucˇujejo novi bloki, katere generirajo vozliˇscˇa
z novimi transakcijami.
Generiranje novih blokov je proces, pri katerem se ustvari nov blok tran-
sakcij, ki se nato lahko prikljucˇi verigi. Generiranje poteka tako, da vozliˇscˇe
izbere podmnozˇico nepotrjenih transakcij iz svojega bazena in po specificˇnem
protokolu soglasja (angl. consensus protocol) ustvari nov blok transakcij. Vo-
zliˇscˇa prednostno izbirajo transakcije z viˇsjim placˇilom, saj ta znesek dobijo
kot nagrado za uspesˇno ustvarjen blok. Blok se nato razprsˇeno posˇlje po
celotnem omrezˇju. Omrezˇje preveri verodostojnost bloka in ga potrdi ter
prikljucˇi verigi ali zavrne. Vecˇina verig ima definiran cˇasovni interval za ge-
neriranje novega bloka (angl. block time). Pri Bitcoinu je ta cˇas priblizˇno 10
minut, pri Ethereumu pa samo 14 sekund.
Vejitev verige (angl. forking) je pojav, ki nastane, ko se veriga na nekem
mestu razcepi na dva ali vecˇ delov. Locˇimo med namernim in nakljucˇnim
vejanjem.
Nakljucˇno vejanje nastane, kadar se skoraj istocˇasno generira vecˇ ustre-
znih blokov transakcij. Tako lahko razlicˇni deli omrezˇja dodajo v verigo drug
blok transakcij, zaradi cˇesar je lahko stanje omrezˇja nekaj cˇasa neusklajeno.
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Vejanje se samodejno razresˇi, ko ena od verig presezˇe dolzˇino drugih. Krajˇse
verige se zavrzˇejo, omrezˇje pa prevzame stanje, kakrsˇno ima najdaljˇsa veriga.
Tako vejanje je lahko pogosto, zato moramo pocˇakati nekaj blokov, da lahko
zanesljivo trdimo, da je bila neka transakcija res potrjena.
Namerno vejanje predstavlja spremembo samega protokola, po katerem
komunicira omrezˇje. V tem primeru je potrebno posodobiti vozliˇscˇa, da
generirajo in pravilno validirajo generirane bloke po novem protokolu. Nekaj
vejanj je bilo izvedenih tudi zato, da se je iznicˇilo posledice vdora v omrezˇje.
Protokol soglasja dolocˇa, kako je poskrbljeno za varnost v samem
omrezˇju, validacijo novega bloka in kako se vozliˇscˇa ukladijo glede stanja
verige. Obstaja vecˇ razlicˇnih, vsak ima svoje prednosti in slabosti.
Trenuntno je najbolj razsˇirjen algoritem POW (angl. proof of work), ka-
terega uporabljata tudi omrezˇji Bitcoin in Ethereum. Pri tem algoritmu se je
pojavil izraz rudarjenje (angl. mining), katerega pomen sledi v nadaljevanju.
Da vozliˇscˇe ustvari legitimen nov blok, kateri se lahko prikljucˇi verigi,
mora generirati zgosˇcˇeno vrednost bloka, tako da ta ustreza tezˇavnosti. Te-
zˇavnost dolocˇa sˇtevilo nicˇel, s katerimi se mora zacˇeti zgosˇcˇena vrednost
bloka, da se smatra kot veljaven. Kot smo omenili, se zgosˇcˇeno vrednost
bloka izracˇuna iz metapodatkov glave. Eden izmed teh podatkov je nonce.
To je vrednost, katero vozliˇscˇe neprestano spreminja, s cˇimer poskusˇa do-
biti zahtevano zgosˇcˇeno vrednost glave. Ko vozliˇscˇu uspe dobiti zahtevano
zgosˇcˇeno vrednost, blok razposˇlje po omrezˇju. Druga vozliˇscˇa lahko eno-
stavno preverijo, cˇe ustreza zahtevam, tako da sama izracˇunajo zgosˇcˇeno
vrednost podatkov, in cˇe ustreza, se ta blok prikljucˇi verigi.
Ta operacija je zelo zahtevna oziroma je potrebno ogromno poskusov, da
nam uspe najti pravo zgosˇcˇeno vrednost. Prvotno se je ta operacija izvajala
samo na procesorjih, nato so se zacˇele uporabljati graficˇne kartice, saj so
zaradi svoje arhitekture sposobne opraviti veliko vecˇ izracˇunov. Z omenjeno
tezˇavnostjo se regulira tudi cˇas med generiranimi bloki. Vecˇ kot je rudarjev,
vozliˇscˇ katera ustvarjajo nove bloke, hitrejˇse bodo nasˇli zahtevano zgosˇcˇeno
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vrednost, zato je potrebno prilagajati tezˇavnost, da ostane cˇas med bloki
priblizˇno enak.
Razvijajo se vedno novi algoritmi, kateri bi nadomestili POW. Njegov
problem je velika poraba elektricˇne energije, saj rudarjenje danes poteka
predvsem na graficˇnih karticah, katere porabijo precej energije. V podrobno
delovanje ostalih se ne bomo spusˇcˇali, saj niso pomembni za temo diplomske
naloge, ampak jih bomo samo omenili. V zadnjem cˇasu razvijajo predvsem
algoritem POS (angl. proof of stake), kjer vozliˇscˇa zagotovijo veljaven blok
tako, da zastavijo nekaj svojega denarja. Obstajata sˇe dva protokola, ki
sta trenutno pospesˇeno v razvoju, DPOS (angl. delegated proof of stake) in
dBFT (angl. delegated byzantine fault tolerance).
3.2 Ethereum
Ethereum je odprtokodna platforma odprtega tipa, ki temelji na tehnologiji
verige blokov in ponuja funkcionalnost poganjanja pametnih pogodb. Imple-
mentirana je v vecˇih jezikih, Go, C++ in Rust. Omrezˇje je bilo prvicˇ zagnano
konec julija 2015, od takrat pa je postala najbolj priljubljena platforma za
razvijanje aplikacij, ki temeljijo na tehnologiji verige blokov. Na njej zˇivi
tudi zelo razsˇirjena kriptovaluta Ether, kakor tudi mnogi drugi zˇetoni, ki so
bili ustvarjeni s pomocˇjo pametnih pogodb. Osnovna enota Ethra se imenuje
Wei in predstavlja 10−18 delezˇ Ethra.
Pametne pogodbe se izvajajo znotraj navideznega stroja Ethereum Vir-
tual Machine (EVM). EVM je del vsakega vozliˇscˇa, kar pomeni, da se pame-
tne pogodbe izvajajo pri vsakem udelezˇencu omrezˇja. Trenutno uporablja sˇe
POW protokol soglasja, vendar bo z naslednjo verzijo presˇel na POS.
Spodaj bomo pogledali nekaj posebnosti samega Ethereum protokola,
katere so zanimive z vidika implementacije nasˇega registra.
Pametne pogodbe so programska koda, ki zˇivi na dodeljenem naslovu na
verigi. Vsaka pogodba ima svojo kodo, notranje stanje in stanje v Ethru. Iz-
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vajanje se sprozˇi s transakcijo ali sporocˇilom druge pogodbe, ob tem se izvede
poljubno kompleksno zaporedje ukazov, ki lahko manipulira notranje stanje
ali poklicˇe druge pametne pogodbe. Ethereum transakcije imajo dodatno
polje data, ki sluzˇi za posˇiljanje vhodnih parametrov funkcijam pametnih
pogodb in za sprejem vrednosti, ki jih te lahko vrnejo.
Pametne pogodbe so navadno napisane v domensko specificˇnem jeziku,
ki se potem prevede v strojno kodo, katera se zapiˇse na verigo blokov pod
dolocˇen naslov. Najbolj razsˇirjen jezik za pisanje pogodb je Solidity [20]. Sˇe
vedno je v razvoju, vendar omogocˇa vecˇino programskih konstruktov, ki jih
poznamo v sodobnih programskih jezikih (zanke, strukture, funkcije, pogojni
stavki, ...).
Spodaj imamo primer enostavne pogodbe napisane v Solidity jeziku. Prvi
ukaz je zahteva po minimalni verziji prevajalnika, v nasˇem primeru 0.4.0. Se-
stavljena je samo iz enega nepredznacˇenega celega sˇtevila storedData in dveh
funkcij set, ki sprejme vhodni parameter x in nastavi vrednost spremenljivke




function set(uint x) public {
storedData = x;
}





Gorivo (angl. Gas) je posebna enota na platformi, s katero merimo strosˇek
izvajanja pametne pogodbe oziroma transakcij. Vsak strojni ukaz ima vna-
prej dolocˇeno ceno goriva [7]. Sesˇtevek cen ukazov dolocˇene funkcije znotraj
pogodbe nam pove, koliko goriva potrebuje, da se lahko izvede. Ceno posa-
mezne enote goriva dolocˇa omrezˇje samo, transakcijam podamo samo zgornji
meji; koliko enot smo pripravljeni placˇati (gas limit) in ceno posamezne enote
(gas price). Koncˇna cena izvedbe funkcije se nato izracˇuna tako, da se dejan-
sko sˇtevilo porabljenih enot goriva pomnozˇi z ceno ene enote. Cena goriva
je merjena v Ethru, tako da je tudi koncˇna cena, ki jo moramo placˇati, v
Ethru.
Ker je izvajanje pogodb in njihovih funkcij drago, saj se te izvajajo na
vseh vozliˇscˇih omrezˇja, uvedba goriva spodbuja pisanje dobre kode, pre-
precˇuje pojav neskoncˇnih zank in zmanjˇsuje smetenje po verigi.
Z gorivom je omejena tudi velikost posameznega bloka. Sesˇtevek porabe
goriva vseh transakcij mora biti manjˇsa od vrednosti, ki je dolocˇena glede na
trenutno stanje omrezˇja. Ta vrednost se stalno spreminja. Cˇe je transakcij
manj in so bloki bolj prazni, se zmanjˇsa, drugacˇe se povecˇuje.
3.3 Hyperledger Fabric
Hyperledger Fabric je ena od implementacij verige blokov znotraj Hyperled-
ger projekta, ki je namenjena poslovnim aplikacijam. Omogocˇa postavitev
modularnega omrezˇja zaprtega tipa oziroma privatne verige blokov. Pri Fa-
bric projektu se osredotocˇajo na zmogljivost, skalabilnost omrezˇja in modu-
larnosti posameznih delov.
Kakor Ethereum, omogocˇa pisanje in poganjanje pametnih pogodb (angl.
chaincode), v sami implementaciji pa se tehnologiji mocˇno razlikujeta. Fa-
bric trenutno podpira pisanje pogodb v programskih jezikih Go in Node.js,
nacˇrtujejo pa tudi podporo Jave. Te razlike so nastale zaradi razlicˇnega tipa
omrezˇja in viˇsjenivojskega pogleda na implementacijo pri Fabric projektu.
Nekaj glavnih razlik Fabric omrezˇja glede na Ethereum:
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• vsa vozliˇscˇa so znana in vnaprej registrirana;
• locˇevanje funkcionalnosti vozliˇscˇ glede na tip;
• bolj zapletena arhitektura omrezˇja;
• nima implementirane svoje valute;
• za transakcije in pogodbe ni potrebno placˇati;
• hrani bazo trenutnega stanja omrezˇja v podatkovni bazi (angl. state
database);
• preprosto poizvedovanje podatkov;
• implementira zaupne kanale.
Fabric locˇi med tremi tipi vozliˇscˇ, vsak tip opravlja svojo funkcijo v
omrezˇju:
Vrstniˇska vozliˇscˇa izvajajo pametne pogodbe, dostopajo do podatkov na
verigi in komunicirajo z aplikacijami. Lahko imajo vlogo odobravanja
transakcij.
Uredniˇska vozliˇscˇa zagotavljajo konsistenco omrezˇja in skrbijo za zane-
sljivo dostavljanje transakcij (blokov) drugim vozliˇscˇem v omrezˇju.
Odjemalci prozˇijo nove transakcije in dostavljajo podpisane transakcije
razvrsˇcˇevalnemu sistemu. Morajo biti povezani z vrstniˇskim vozliˇscˇem,
da lahko komunicirajo z verigo blokov.
Poleg tega imajo tudi locˇeno komponento MSP (angl. membership ser-
vice provider), katera skrbi za izdajanje in preverjanje certifikatov vozliˇscˇ in
overjanje uporabnikov.
Zaradi razlicˇnih tipov vozliˇscˇ je posledicˇno bolj zapletena arhitektura
omrezˇja in potrjevanje transakcij. Medtem ko se te pri Ethereumu samo
razprsˇeno oddajo med vsa vozliˇscˇa, je tukaj postopek bolj definiran.
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Potrjevanje transakcij je prikazano z diagramom na sliki 3.3. Ko dolocˇena
aplikacija ustvari transakcijo, se ta najprej posˇlje dolocˇeni mnozˇici vozliˇscˇ, ka-
tera sestavljajo odobritveni sistem. Odobritveni sistem sestavljajo vozliˇscˇa,
katera so dolocˇena s pametno pogodbo, simulirajo izvajanje pametne po-
godbe, ustvarijo mnozˇici bralnih in pisalnih dostopov pogodbe in podpiˇsejo
transakcijo. Podpisana transakcija se posˇlje nazaj aplikaciji, katera jo po-
sreduje naprej razvrsˇcˇevalnemu sistemu. Ta ustvari blok transakcij in jih
dostavi ostalim vozliˇscˇem. Ko ta prejmejo blok, za vsako transakcijo sˇe pre-
verijo, cˇe je odobrena od vseh zahtevanih vozliˇscˇ in cˇe se mnozˇici pisalnih in
bralnih dostopov ne prekrivata. Cˇe ni tezˇav, se blok doda verigi in trenutno
stanje omrezˇja v bazi se posodobi. Omenimo sˇe, da Fabric ne generira novih
blokov, cˇe ni novih transakcij.
Slika 3.3: Diagram toka potrjevanja transakcij
Baza trenutnega stanja hrani trenutno stanje verige, kar omogocˇa eno-
stavno in hitro poizvedovanje podatkov v verigi. Pogodbe vrsˇijo svoje ope-
racije nad podatki v verigi, za hitro izvajanje teh operacij so v bazi shranjeni
vsi podatki, ki so bili kadarkoli spremenjeni. Vsak podatek je shranjen pod
svojim kljucˇem, tako se ni potrebno sprehajati po celi verigi, da bi dobili
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dolocˇeno iskano vrednost. Za privzeto bazo uporablja LevelDB [18], druga
mozˇnost je CouchDB [2]. CouchDB je uporaben predvsem, kadar shranju-
jemo podatke v JSON obliki, saj ponuja obogatene poizvedbe po kljucˇih ali
vrednostih.
Kanali so zasebna podomrezˇja, sestavljena iz dveh ali vecˇ vozliˇscˇ, ki omo-
gocˇajo privatno in zaupno komunikacijo med njimi. Vsak kanal hrani locˇeno
verigo in trenutno stanje, katero je vidno samo vozliˇscˇem, ki so pridruzˇeni
kanalu. S kanali lahko ustvarimo varen komunikacijski kanal med dolocˇenimi
udelezˇenci.
Da povzamemo, Hyperledger Fabric projekt je namenjen poslovnim apli-
kacijam, katere zdruzˇujejo ali belezˇijo razlicˇne delovne procese. Njegov pov-
darek je na zmogljivosti, skalabilnosti in privatnosti omrezˇja. Pisanje pame-
tnih pogodb je mogocˇe v zˇe poznanih programskih jezikih, tako se nam ni
potrebno ucˇiti sˇe enega. Cˇe uporabimo CouchDB bazo stanja, nam izbira
omogocˇa shranjevanje celotnih JSON struktur in bogate poizvedbe kar po
JSON objektih.
3.4 Splosˇno
V tem razdelku nasˇtejemo in na kratko predstavimo ostale tehnologije, ki
smo jih uporabili za izvedbo registra vpogledov.
Java EE (Java Enterprise Edition) je izpeljana iz osnovne razlicˇice Java SE
in ponuja dodatne knjizˇnice, ki ponujajo funkcionalnosti za implementacijo
programskih resˇitev, ki temeljijo na odjemalec-strezˇnik arhitekturi. Omogocˇa
razvoj varnih, vecˇnivojskih in modularnih spletnih aplikacij.
Wildfly je odprtokodni aplikacijski strezˇnik, na katerem je mogocˇe po-
ganjati aplikacije, napisane v Java EE. Pohvali se lahko z majhno porabo
sistemskih virov in mocˇno optimizacijo zagona strezˇnika.
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PostgreSQL je odprtokodni objektno-relacijski sistem za upravljanje po-
datkovnih baz, ki pripisuje veliko veljavo skladnosti standardom. Primeren
je tako za manjˇse, kot velike projekte z vecˇimi socˇasnimi uporabniki. Skladen
je z ACID lastnostmi, ki zagotavljajo pravilno delovanje baze, tudi v primeru
napak, izpadov ali drugih tezˇav.
Hibernate je odprtokodno orodje, ki skrbi za objektno-relacijsko mapi-
ranje Java objektov na tabele objektno-relacijske baze in Java razredov na
SQL podatkovne tipe. Za mapiranje objektov na tabele se posluzˇuje Java
anotacij. Razvijalcem omogocˇa lazˇje delo z podatkovnimi bazami iz Jave, saj
avtomaticˇno generira SQL klice in omogocˇa poizvedovanje ter pridobivanje
podatkov iz baze.
ReactJS je JavaScript knjizˇnica za izdelavo interaktivnih uporabniˇskih
vmesnikov. Omogocˇa grajenje enostavnih komponent, ki skrbijo same za
svoje stanje, zdruzˇujemo jih lahko v bolj kompleksne vmesnike.
Web3j [22] je knjizˇnica za Javo in Android, katero smo uporabili za ko-
municiranje nasˇe zaledne aplikacije z verigo blokov. Je lahka in modularno
zasnovana, omogocˇa nam enostavno integracijo in delo z pametnimi pogod-
bami. Z vozliˇscˇi komunicira preko klicev za oddaljen postopek preko HTTP
protokola ali vticˇnice za medprocesno komunikacijo (angl. IPC ).
Docker [1] je orodje za virtualizacijo, ki uporablja vsebniˇsko tehnologijo
(angl. containerisation). Z virtualizacijo lahko na istem strezˇniku poga-
njamo vecˇ aplikacij v locˇenih izvajalnih okoljih. Vsebniˇska tehnologija skrbi
za izolacijo procesov in virtualizacijo virov, do katerih procesi dostopajo.
Fauxton [9] je spletni vmesnik za CouchDB bazo. Ponuja nam osnoven
vmesnik do vecˇine funkcionalnosti baze, kot so ustvarjanje, pregled, posoda-
bljanje in brisanje shranjenih dokumentov. Prav tako omogocˇa dostop do
konfiguracijskih parametrov in vmesnik za replikacijo baze.
Poglavje 4
Implementacija resˇitve
V tem poglavju bomo predstavili implementacijo registra. Najprej si bomo
pogledali, kako smo implementirali zaledno aplikacijo, saj ta skrbi za pra-
vilno delovanje celotnega registra in je pri obeh verzijah verig blokov enaka.
Nato bomo podrobneje predstavili, kako smo vkljucˇili obe verigi blokov v
aplikacijo.
4.1 Zaledna aplikacija in baza podatkov
Arhitektura zaledne aplikacije je pri obeh implementacijah ostala v veliki
meri nespremenjena. Shemo vidimo na sliki 4.1, kjer so prikazani glavni deli
aplikacije. Aplikacija je sestavljena iz vecˇ med seboj povezanih komponent,
katere komunicirajo med sabo preko poslovnih zrn Java (angl. Java Enter-
prise beans - EJB). Posamezni deli komunicirajo tudi direktno z bazo preko
Javine JDBC (angl. Java database connectivity) komponente.
Vhodni spletni servis za belezˇenje vpogledov je implementiran po REST-
ful arhitekturi z uporabo Javine JAX-RS tehnologije [16]. Preko HTTP
POST zahtevka sprejme podatke v JSON podatkovni obliki. Servis je pove-
zan s podatkovno bazo, da zabelezˇi nove osebe ali dokumente iz podatkov
vpogleda. Prav tako komunicira z JMS vrsto, kamor odlaga sporocˇila, v ka-
terih je Javin objekt, ki vsebuje podatke vpogleda. Pobiralec je zadolzˇen za
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pobiranje sporocˇil z vrste, katera potem posreduje vmesniku za komunikacijo
z verigo blokov. Vmesnik je pri posamezni implementaciji drugacˇen, saj mora
upravljati z drugo verigo. Za Ethereum smo uporabili web3j knjizˇnico, za
Fabric pa programski paket za razvoj programske opreme (angl. SDK ) Java
SDK for Hyperledger Fabric. Da lahko knjizˇnici komunicirata z verigo blokov
in prozˇita transakcije, morata biti povezani z vozliˇscˇem. Vmesnik pri obeh
implementacijah komunicira tudi z bazo, iz katere prebere potrebne podatke.
Iz sporocˇila izlusˇcˇi podatke in sestavi transakcijo, katero preko vozliˇscˇa odda
v omrezˇje. Izhodni spletni servis ima razlicˇne koncˇne tocˇke, katere sprejmejo
HTTP GET in POST zahtevke. Preko njega lahko poizvedujemo po bazi in
verigi blokov za zˇeljene informacije.
Podatkovna baza vsebuje podatke o osebah, dokumentih in razne sˇifrante
vrednosti. Prav tako povezuje vpoglede posamezne osebe z transakcijami,
v katerih je zabelezˇen vpogled. Obcˇutljivi podatki se pred shranjevanjem
v bazo kriptirajo. Kriptiranje uporabimo zato, da podatki niso berljivi s
prostim ocˇesom v bazi. Tako lahko v primeru vdora v podatkovno bazo za-
gotovimo neuporabnost podatkov, pri cˇemer je predpogoj primerno zasˇcˇiten
kriptirni kljucˇ. Za kriptiranje smo uporabili simetricˇno kritpografijo, in sicer
algoritem AES [4].
4.2 Tok informacij
Diagram 4.2 prikazuje natancˇen tok podatkov ob prejemu novega zapisa vpo-
gleda.
Vhodni servis prejme opis vpogleda v JSON podatkovni strukturi. Ob
prejemu se ta prevede v Javin objekt, iz katerega lahko enostavno preberemo
posamezne podatke. Nato se poizve v bazi, cˇe imamo nastopajocˇe podake
zˇe zavedene, drugacˇe se vnesejo. Ko so podatki v bazi usklajeni, se celoten
objekt posˇlje na JMS vrsto. JMS je Javina storitev za zanesljivo asinhrono
izmenjavo sporocˇil znotraj sistema. Z uporabo JMS-ja zagotovimo, da se
dolocˇeno sporocˇilo res sprocesira do konca (v nasˇem primeru shrani v blok),
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Slika 4.1: Shema zaledne aplikacije
sˇele nato ga potrdimo in odstranimo iz vrste. Ker je klic asinhron, se v tem
trenutku zahteva za belezˇenje novega vpogleda koncˇa.
Na JMS vrsto je poleg pobiralca povezan tudi MDB (angl. Message
Driven Bean). Ta samo poslusˇa na vrsti in ko se pojavi novo sporocˇilo,
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sprozˇi pobiralca. Pobiralec nato iz vrste pobere sporocˇilo in iz njega pridobi
podatke. Del podatkov mora pridobiti sˇe iz baze, nato vse potrebno posˇlje
vmesniku za verigo.
Vmesnik je povezan na vozliˇscˇe in ima vse informacije o pametni po-
godbi. Iz dobljenih podatkov sestavi transakcijo, katero odda preko vozliˇscˇa
v omrezˇje verige blokov. Ko odda transakcijo, dobi za povratno informacijo
njeno zgosˇcˇeno vrednost, katero sporocˇi pobiralcu. Ta hrani zgosˇcˇeno tabelo
transakcij in JMS sporocˇil. Pobiralec ima preko vmesnika registriranega po-
slusˇalca novih transakcij, tako za vsak blok izve, katere transakcije vsebuje.
Ko se pojavi transakcija, katero ima shranjeno v tabeli, potrdi povezano
sporocˇilo in to se odstrani z vrste. Cˇe transakcija ne nastopi v naslednjih
nekaj blokih, se JMS sporocˇilo zavrne in ponovno vrne v vrsto.
Slika 4.2: Prikaz toka informacij ob sprejemu novega vpogleda
Zgoraj opisana arhitektura zaledne aplikacije in tok informacij novega
vpogleda sta pri obeh implementacijah zelo podobna.
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4.3 Uporabniˇski vmesnik
Uporabniˇski vmesnik je bil narejen s pomocˇjo knjizˇnice ReactJS. Podatke
pridobiva s pomocˇjo izhodnega spletnega servisa zaledne aplikacije.
Ima pet glavnih funkcionalnosti:
• pregled revizijske sledi vpogledov;
• pregled dokumentov;
• pregled tipov dokumentov;
• pregled dokumentov, kateri bodo potekli;
• pregled neregularnih dogodkov.
Vsaka funkcionalnost je vezana na dolocˇeno pravico uporabnika, tako lahko
uporabnikom omejimo dostop do podatkov.
Slika 4.3: Uporabniˇski vmesnik
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4.4 Uporaba tehnologije Ethereum
Da smo lahko zacˇeli s pisanjem pametnih pogodb, smo si najprej morali po-
drobneje pogledati programski jezik Solidity. Ker je bil razvit po vzoru C++,
Pythona in JavaScripta, so nam bile strukture in programski konstrukti hitro
domacˇi.
Odlocˇili smo se, da postavimo privatno razvojno omrezˇje za potrebe testi-
ranja pogodb. Z uporabo lastnega omrezˇja je proces iterativnega razvijanja
in testiranja hitrejˇsi in lazˇji. Obstaja tudi nekaj javnih testnih omrezˇij (Rop-
sten, Kovan in Rinkeby), vendar so ta bolj primerna za testiranje v poznejˇsih
fazah razvoja, da vidimo, kako nasˇa koda deluje v vecˇjem omrezˇju.
4.4.1 Postavitev privatnega omrezˇja
Nasˇe omrezˇje je bilo sestavljeno iz treh vozliˇscˇ, dva sta rudarila oziroma
skrbela za generiranje novih blokov transakcij, na tretjem smo testirali pa-
metne pogodbe in prozˇili transakcije. Za vozliˇscˇa smo uporabili Go Ethe-
reum [11] programsko opremo, imenovano tudi Geth. Geth je ena od ura-
dnih implementacij Ethereum protokola, napisana v programskem jeziku
Go, katero uporablja priblizˇno polovica vseh vozliˇscˇ v glavnem Ethereum
omrezˇju [6]. Odlikuje ga aktivna skupnost, hiter razvoj in sˇtevilne funkcio-
nalnosti. Omogocˇa rudarjenje, funkcionalnosti denarnice, delo z pametnimi
pogodbami in pregled zgodovine blokov. Za upravljanje ponuja tri vmesnike;
vmesnik z ukazno vrstico, vmesnik za klice za oddaljen postopek (angl. RPC
calls) in Javascript konzolo.
Za postavitev privatnega omrezˇja smo morali naprej konfigurirati zacˇetni
blok (angl. Genesis block) nasˇe verige. Konfiguracijska datoteka se ponavadi
imenuje genesis.json in vsebuje nekaj osnovnih parametrov, s katerimi se nato
























• chainId - identifikator omrezˇja, lahko je poljubna vrednost, razen
enice, saj ta oznacˇuje glavno omrezˇje;
• alloc - s tem parametrom lahko vnaprej generiranim naslovom podamo
zacˇetno vrednost Ethra (v Wei);
• difficulty - zacˇetna tezˇavnost za rudarje;
• gasLimit - zacˇetna omejitev porabe goriva posameznega bloka.
Predhodno smo kreirali tudi nekaj naslovov, katerim smo nato pri konfi-
guraciji dodelili vecˇjo kolicˇino Ethra. Tako smo imeli pripravljene racˇune, ki
so imeli dovolj virtualnega denarja, da smo lahko brez omejitev ustvarjali in
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testirali pametne pogodbe. Posamezno vozliˇscˇe je bilo potem potrebno inici-
alizirati s prej ustvarjeno konfiguracijsko datoteko, nakar smo lahko zagnali
nasˇe privatno omrezˇje.
Inicializacija Geth vozliˇscˇa se izvede z naslednjim ukazom:
geth --datadir pot/do/izbrane/mape/za/podatke init genesis.json
S parametrom datadir dolocˇimo pot do krovne mape, znotraj katere bodo
vsi podatki te verige. Vse kar je sˇe potrebno je ukaz init, kateremu podamo
ime konfiguracijske datoteke.
Vozliˇscˇe se nato zazˇene z ukazom:
geth --datadir pot/do/izbrane/mape/za/podatke --networkid 31
Temu ukazu spet podamo pot do krovne mape in identifikator omrezˇja, ki
mora biti enak nastavljenemu v konfiguracijski datoteki. Vozliˇscˇe se nato
povezˇe z ostalimi v omrezˇju in preveri stanje verige. Nato potrebuje nekaj
cˇasa, da od drugih vozliˇscˇ prejme pretekle bloke in se tako sinhronizira. Cˇas
sinhronizacije je odvisen predvsem od dolzˇine verige.
4.4.2 Pametna pogodba
Za shranjevanje podatkov na verigo blokov smo izkoristili EVM-jevo funkci-
onalnost dogodkov (angl. events). Ko se poklicˇe dogodek, se argumenti klica
shranijo v transakcijski dnevnik, posebno podatkovno sturkturo na verigi
blokov. Ti zapisi se referencirajo z naslovom pametne pogodbe in vkljucˇijo v
bloke, kjer ostanejo shranjeni, dokler imamo dostop do bloka. Do tri parame-
tre lahko oznacˇimo kot indeksirane, kar nam potem omogocˇa iskanje in filtri-
ranje po njih. Po indeksiranih parametrih lahko samo filtriramo, ne moremo
pa dobiti njihove vrednosti. Ostali argumenti se shranijo v podatkovni del
dnevniˇskega zapisa. Uporaba transakcijskega dnevnika je najcenejˇsa oblika
shranjevanja podatkov na verigo blokov, poleg tega pa nam omogocˇa, da na
dnevniˇske dogodke obesimo asinhrone povratne klice (angl. callbacks).
Spodaj je koda nasˇe najbolj enostavne pametne pogodbe. Funkcijo newLog
poklicˇemo z petimi parametri:
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• appid - identifikator aplikacije, v kateri je bil opravljen vpogled;
• operation - identifikator tipa vpogleda;
• user - uporabniˇsko ime uporabnika;
• person - identifikator osebe, ki je bila vpogledana;
• timestamp - cˇasovni zˇig dogodka.
pragma solidity ^0.4.4;
contract AuditRecord {










LogRecord(appid, operation, user, person, timestamp);
}
}
To je bila prva pametna pogodba, katero smo testirali. Vse, kar naredi,
je, da prejete parametre zapiˇse v transakcijski dnevnik. Uint predstavlja
nepredznacˇeno celo sˇtevilo, medtem ko bytes32 dvaintrideset bajtov, kar je
ravno velikost besede EVM-ja.
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4.4.3 Omejitve
Tekom meritev zmogljivost in hitrosti se je izkazalo, da s tako enostavno pa-
metno pogodbo ne uspemo shraniti dovolj velikega sˇtevila vpogledov vecˇjih
sistemov. Problem je v tem, da se generira preveliko sˇtevilo transakcij, ka-
terih omrezˇje ne uspe pravocˇasno sprocesirati in shraniti v bloke. Ker je
generiranje transakcij zahtevnejˇsa operacija, je bil tudi register precej obre-
menjen z ustvarjanjem le-teh.
Znano je, da je glavno Ethereum omrezˇje sposobno obdelati le do 15 tran-
sakcij na sekundo, kar je posledica trenutne implementacije samega omrezˇja.
Pri nasˇih testih zaradi majhnega omrezˇja do te omejitve ni priˇslo, z razsˇiritvijo
omrezˇja pa bi se nedvomno zacˇeli priblizˇevati tej meji. Ta sˇtevilka je pre-
cej nizka in trenutno predstavlja najvecˇji problem omrezˇja. S prehodom na
POS algoritem soglasja in nekaterimi drugimi prijemi, naj bi se ta sˇtevilka
v prihodnje mocˇno povecˇala. Cˇeprav je bilo nasˇe testno omrezˇje in pametna
pogodba sposobna obdelati do 100 transakcij na sekundo, smo se odlocˇili,
da poskusimo zmanjˇsati sˇtevilo potrebnih transakcij in tako povecˇati prepu-
stnost omrezˇja.
4.4.4 Prilagoditve
Da bi resˇili zgoraj opisani problem, smo morali najti nacˇin, kako spraviti vecˇ
zapisov o vpogledih v eno transakcijo. Ker Solidity sˇe ne podpira posˇiljanja
strukture kot vhodnega parametra funkcij, smo morali vpoglede belezˇiti drugacˇe.
Priˇsli smo do sledecˇe resˇitve. Pametno pogodbo smo predelali, da je sprejela
tabele kot parametre, iz njih izlusˇcˇila podatke o posameznem vpogledu in ga
zabelezˇila v translacijski dnevnik.
Posodobljeno pogodbo vidimo spodaj.
pragma solidity ^0.4.18;
contract LogExtended {









bytes32[] data) public {
for (uint i = 0; i < fixedParams.length; i++) {
uint start = dataIdx[i];
uint end = dataIdx[i+1];
bytes32[] memory currData =
new bytes32[](end-start);








Pogodba zdaj preko funkcije submitData sprejme pet tabel. Pri pr-
vih treh je vsak vpogled pod svojim indeksom. Podatke o tipu vpogleda,
cˇasovnem zˇigu in izidu vpogleda smo zdruzˇili v en niz, saj imajo fiksno
dolzˇino. Te nize potem posˇljemo v tabeli fixedParams. V tabelah personId
in userId posˇljemo primarna kljucˇa vpogledane osebe in tistega, ki je opravil
vpogled iz baze. Tabela data vsebuje celotne JSON opise vpogledov. Ker so
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posamezni JSON opisi vecˇji kakor 32 bajtov, so raztegnjeni cˇez vecˇ elementov
tabele. Zato dataIdx tabela hrani zacˇetni in koncˇni indeks vpogleda v data
tabeli. Pogodba se nato sprehodi skozi vse podatke in vsak vpogled zabelezˇi,
kakor tudi prej, v transakcijski dnevnik verige.
Tekom testiranja zmogljivosti smo ugotovili, da lahko s tako pametno
pogodbo shranimo nekaj deset vpogledov naenkrat.
4.5 Uporaba tehnologije Hyperledger Fabric
Zaradi bolj kompleksne arhitekture omrezˇja smo porabili kar nekaj cˇasa, da
smo se spoznali s samim projektom in njegovim delovanjem. Fabric ponuja
odlicˇno dokumentacijo [8] z razlago, primeri in navodili za delo z Hyperledger
Fabric verigo blokov.
4.5.1 Postavitev testnega omrezˇja
Za zagon testnega omrezˇja je naprej potrebno namestiti nekaj programov,
ki so predpogoj, da bo omrezˇje delovalo. To so cURL, Docker, Go, Node.js
in Python. Fabric ponuja skripto, ki samodejno prenese potrebne datoteke,
skripte, zabojnike vozliˇscˇ in primere pametnih pogodb ter testnih omrezˇij.
Skripto sprozˇimo s sledecˇim ukazom:
curl -sSL http://bit.ly/2ysbOFE | bash -s 1.2.0
Ta nam ustvari mapo fabric-samples, v kateri je vecˇ primerov pametnih
pogodb in postavitev omrezˇij.
Ker Fabric vozliˇscˇa tecˇejo znotraj navideznega sistema Docker, smo lahko
testno omrezˇje postavili samo na enem strezˇniku. Omrezˇje je sestavljeno iz
le enega vrstniˇskega vozliˇscˇa, enega uredniˇskega vozliˇscˇa in enega odjemalca.
Za bazo trenutnega stanja uporablja CouchDB.
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4.5.2 Pametna pogodba
Pametno pogodbo za Fabric smo napisali v programskem jeziku Go. V
splosˇnem je precej enostavna, ima dve funkciji, ena sprejema nove opise vpo-
gledov, druga je namenjena poizvedovanju po verigi.
Go pametne pogodbe imajo dolocˇeno strukturo. Pomembno je, da uvo-
zimo knjizˇnico, katera ponuja API-je za delo z verigo blokov. To naredimo s
sledecˇim ukazom:
import "github.com/hyperledger/fabric/core/chaincode/shim".
Poleg tega mora pametna pogodba vsebovati main() funkcijo, ki je iz-
hodiˇscˇe vsakega Go programa. Znotraj nje pozˇenemo nasˇo pametno po-
godbo. Pametna pogodba je predstavljena kot Go struktura, implementirati
pa mora dve metodi. Prva je Init(), ki se poklicˇe, ko se pogodba prvicˇ
umesti v omrezˇje. Funkcijo poklicˇe vsako vozliˇscˇe, ki bo poganjalo svojo
instanco pogodbe. Uporabi se za zacˇetno nalaganje kode in nastavljanje pa-
rametrov. Druga metoda je Invoke(). Znotraj nje morajo biti klici vseh
metod, ki spreminjajo stanje verige, torej razne operacije tipa ustvarjanja,
posodabljanja ali brisanja podatkov. Ker te operacije spreminjajo stanje ve-
rige, bo Fabric samodejno ustvaril transakcijo, v kateri bodo zapisani ukazi,
katera se bo nato izvedla in zapisala v bloke.
Spodaj je navedena funkcija za belezˇenje novih vpogledov nasˇe pametne
pogodbe. Zaradi preglednosti smo odstranili preverjanje uspesˇnosti posame-
znih korakov v kodi.
func (s *gdprChaincode) saveJSON(
APIStub shim.ChaincodeStubInterface,
args []string) sc.Response {
rawIn := json.RawMessage(args[0])
bytes, err := rawIn.MarshalJSON()
var p GdprStruct
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compositePutErr := APIStub.PutState(compositeKey, bytes)
return shim.Success([]byte(compositeKey))
}
Funkcija sprejme niz, ki predstavlja JSON objekt, in ga pretvori v struk-
turo, ki predstavlja posamezen vpogled. Iz strukture prebere identifikator
dokumenta tega vpogleda in skupaj z identifikatorjem transakcije ustvari se-
stavljen identifikator (kljucˇ). Pod tem kljucˇem nato shrani dokument na
verigo.
Poizvedovanje dokumentov na verigi je tako mogocˇe s pomocˇjo kljucˇa.
Tako lahko poiˇscˇemo vse zapise, ki se navezujejo na dolocˇen identifikator
dokumenta. Ker smo uporabili CouchDB bazo trenutnega stanja, nam ta
omogocˇa poizvedovanje kar po elementih JSON objekta, ki je shranjen na
verigi.
4.5.3 Poizvedovanje












V selector delu dolocˇimo, po katerih elementih JSON dokumenta iˇscˇemo
in nastavimo dolocˇene omejitve. V zgornjem primeru iˇscˇemo po dokumentih,
v katerih ima element year vrednost vecˇjo od 2010. S fields lahko dolocˇimo,
izkljucˇno kateri elementi nas zanimajo. Omogocˇa nam tudi sortiranje po
dolocˇenem elementu in omejitev rezultatov.
Taka poizvedba se posˇlje kot POST HTTP zahtevek na dolocˇeno dostopno
tocˇko CouchDB-ja. Ostale mozˇnosti so navedene v spletnem viru [3]. Kot
vidimo, lahko sestavimo zapletene selektorje, ki nam omogocˇajo podobne




V tem poglavju si bomo pogledali primerjavo obeh implementacij. Naprej nas
bo zanimala zahtevnost posamezne resˇitve, nato sˇe rezultati meritev hitrosti
in prostorske zahtevnosti. Meritve smo izvedli ob predpostavki, da Ethereum
omrezˇje trenutno ni sposobno obdelati vecˇ kot 15 transakcij na sekundo in
da generira nove bloke na 14 sekund. Tako smo dobili realne rezulte, kakrsˇne
bi lahko pricˇakovali v produkcijskem okolju.
5.1 Zahtevnost implementacij
Za uspesˇno implementacijo projekta smo se morali poglobiti v delovanje obeh
tehnologij verige blokov.
Pri delu z Ethereum platformo smo ugotovili, da ima veliko enostavnejˇso
arhitekturo omrezˇja v primerjavi z Hyperledger Fabric. Postavitev testnega
oziroma zasebnega omrezˇja je enostavna in zahteva le osnovno znanje o delo-
vanju verige blokov. Tudi pri konfiguraciji omrezˇja ne moremo veliko vplivati,
ne da bi direktno posegali v samo implementacijo vozliˇscˇ. Zaradi tega smo
lahko vecˇ cˇasa posvetili samemu razvoju pametnih pogodb in njihovem testi-
ranju. Tukaj se pokazˇe drugacˇna slika. Za razvoj pametnih pogodb smo se
morali spoznati z novim programskim jezikom Solidity. Cˇeprav je podoben
nekaterim, ki jih zˇe poznamo, smo porabili precej cˇasa za raziskovanje in
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razhrosˇcˇevanje napak. Solidity je dobro dokumentiran, prav tako najdemo
veliko primerov kode, vendar smo opazili, da nekatere podrobnosti niso ome-
njene, zato je potrebno odgovore iskati po klepetalnicah in forumih. Poleg
tega imata Solidity in vozliˇscˇa Geth hiter razvojni cikel, zato moramo redno
spremljati izide novih verzij, saj navadno odpravijo veliko napak ali vsebujejo
nove funkcionalnosti.
Pri delu z Hyperledger Fabric platformo so stvari ravno obratne. Sama ar-
hitektura omrezˇja je mocˇno deljena, obstajajo razlicˇna vozliˇscˇa, katera opra-
vljajo razlicˇne funkcije. Postavitev testnega omrezˇja je s pomocˇjo ponujenih
skript in primerov hitra, za pravilno razumevanje delovanja pa je potrebnega
veliko cˇasa. Samo omrezˇje in vozliˇscˇa so tudi veliko bolj nastavljiva v primer-
javi z Ethereum omrezˇjem, vendar je potrebno tudi veliko sˇirsˇe znanje. Pri
pisanju pametnih pogodb smo tukaj naleteli na manj tezˇav. Cˇeprav nismo
bili vesˇcˇi Go-ja, smo porabili manj cˇasa, da smo spisali delujocˇo pametno po-
godbo. Velika prednost je bila tudi, da smo lahko podatke na verigo shranili
v JSON obliki in jih v povezavi s couchDB-jem enostavno poizvedovali.
5.2 Prostorske zahteve
Tukaj si bomo pogledali, koliko prostora zasede samo omrezˇje in vozliˇscˇa ter
kako hitro raste sama veriga.
Da postavimo zasebno Ethereum omrezˇje, potrebujemo vsaj dve vozliˇscˇi
Geth. Sama izvedljiva datoteka Geth programa je velika le 40 megabajtov,
tako da potrebujemo za postavitev zasebnega omrezˇja s tremi vozliˇscˇi le
okoli 120 megabajtov, kar je izjemno malo. Kako hitro raste veriga, si bomo
pogledali pozneje.
Ker Fabric vozliˇscˇa tecˇejo znotraj Docker sistema kot locˇeni zabojniki, so
ta precej vecˇja. Za zacˇetno postavitev testnega omrezˇja z uporabo ponujenih
skript potrebujemo vsaj 4 zabojnike. To so zabojniki za Orderer in Peer
vozliˇscˇi, MSP in couchDB bazo stanja. Zabojnika za Orderer in Peer vozliˇscˇi
sta velika okoli 200 megabajtov, za MSP 300 megabajtov, couchDB zabojnik
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Slika 5.1: Graf velikosti podatkov verige glede na sˇtevilo vpogledov
pa je velik kar 1,5 gigabajta. Zasebno omrezˇje tako zˇe v zacˇetku zasede
priblizˇno 2,2 gigabajta prostora.
Tukaj lahko vidimo, da je zˇe v izhodiˇscˇu Fabric omrezˇje veliko vecˇje.
Razlog za to sta dejstvi, da omrezˇje poganja vozliˇscˇa znotraj Docker sistema
in da je kompleksnost arhitekture omrezˇja vecˇja. Cˇeprav Fabric porabi veliko
vecˇ prostora, je razlika v porabi za danasˇnje racˇunalniˇske sisteme skoraj
zanemarljiva. Bolj zanimivo bo videti, kako hitro rastejo podatki verige, ko
zacˇnemo belezˇiti vpoglede, kar si bomo pogledali v nadaljevanju.
Da smo dobili pravilne rezultate, smo za merjenje narasˇcˇanja verige poso-
dobili prvotno pametno pogodbo na Ethereum omrezˇju, da je tudi ta sprejela
in zapisala celoten JSON opis vpogleda na verigo.
Meritve smo opravili tako, da smo zabelezˇi zacˇetno velikost verige na
disku, zabelezˇili n vpogledov in ponovno pogledali velikost. Razlika med
odcˇitanima vrednostima nam pove, koliko prostora zasede dolocˇeno sˇtevilo
zabelezˇenim vpogledov.
Rezultate merjenj vidimo v tabeli 5.1 in na sliki 5.1. Prva pametna po-
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Sˇtevilo vpogledov
10 100 1000 10000 20000 50000
Ethereum 1 0.02 0.22 1.96 18.73 34.24 94.46
Ethereum 2 0.02 0.14 1.33 15.24 30.12 82.43
Fabric 0.05 0.55 4.82 45.64 93.32 243.52
Tabela 5.1: Tabela velikosti verige (v MB) glede na sˇtevilo vpogledov in
pametne pogodbe
godba je oznacˇena kot Ethereum 1, njena izboljˇsana verzija kot Ethereum
2. Pametna pogodba na Hyperledger Fabric platformi je enostavno Fabric.
V tabeli lahko hitro opazimo, da izboljˇsana verzija pogodbe porabi pri-
blizˇno 20 % manj prostora. To lahko pripiˇsemo temu, da omrezˇje potrebuje
manj transakcij in blokov, da shrani isto sˇtevilo vpogledov. Fabric je pri pro-
storu zelo potraten, porabi okoli 370 % vecˇ prostora kot izboljˇsana Ethereum
pogodba. Razlog za tako veliko porabo prostora je sˇtevilo metapodatkov, ki
jih Fabric shrani za vsako transakcijo. Iz tehnicˇne specifikacije Ethereum
protokola [23] (angl. yellow paper) lahko ugotovimo, da posamezna transak-
cija vsebuje 8 metapodatkov. Pri Fabricu je teh metapodatkov precej vecˇ, iz
slike 2 v cˇlanku [21] lako razberemo, da je teh vsaj 25, ne da bi sˇteli nabor
pisalnih in bralnih dostopov. To pomeni, da so strosˇki rezˇije 4-krat drazˇji,
kar se pri vecˇjem sˇtevilu transakcij hitro pozna.
Na sliki 5.1 vidimo, da zasedenost prostora raste povsem linearno v od-
visnosti od sˇtevila vpogledov, posledicˇno sˇtevila transakcij.
5.3 Analiza hitrosti
Poglejmo sˇe, kako je s hitrostjo obdelave in shranjevanjem vpogledov obeh
implementacij verige blokov.
Iz nasˇih podatkov smo dobili grobo oceno, da mora biti nasˇa resˇitev spo-
sobna obdelati in shraniti vsaj 30 vpogledov na sekundo. Pri tem je po-
membno, da se vpogledi kar se da hitro shranijo na verigo blokov, tako da je
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stanje v aplikaciji cˇim bolj usklajeno z dogodki vpogledov. Vedeti moramo
tudi, da v realnem svetu sˇtevilo vpogledov na sekundo ni enakomerno poraz-
deljeno, to pomeni, da lahko nastopijo obdobja, kjer je vpogledov precej vecˇ
od povprecˇja.
5.3.1 Postopek testiranja
Testiranje smo izvedli s pomocˇjo programa Apache JMeter [17], odprtoko-
dnega programa, ki je namenjen merjenju zmogljivosti spletnih aplikacij. Z
njegovo pomocˇjo smo v nasˇ register poslali vecˇje sˇtevilo testnih vpogledov.
Merili smo cˇas, potreben, da je register vse vpoglede obdelal, ustvaril in
poslal transakcije v omrezˇje, ter da so se te shranile na verigo. Meritve
smo ponovili 5-krat in rezultate povprecˇili. Tako smo dobili zanesljive rezul-
tate o zmozˇnosti nasˇega registra vpogledov in razlicˇnih pametnih pogodb ter
omrezˇij.
Kot zˇe prej omenjeno, lahko glavno Ethereum omrezˇje obdela do nekje
15 transakcij na sekundo. Omenimo, da to trenutno sˇteje okoli 10000 vozliˇscˇ
[5]. Do te omejitve pri nasˇi testni postavitvi omrezˇja ni priˇslo, saj je bilo to
sestavljeno iz le treh vozliˇscˇ, eno vozliˇscˇe je sprejemalo nove transakcije, drugo
je skrbelo za generiranje novih blokov, tretje pa je bilo samo povezano na
prva dva. V literaturi nismo zasledili, pri kaksˇnem sˇtevilu vozliˇscˇ v omrezˇju
pride do upada hitrosti zaradi same komunikacije in usklajevanja le-teh.
Sˇtevilo vpogledov
10000 20000 50000
Ethereum 1 102 183 459
Ethereum 2 49 115 325
Fabric 31 65 189
Tabela 5.2: Tabela povprecˇne hitrosti (v sekundah) zapisa mnozˇice vpogledov
na verigo glede na sˇtevilo le-teh
Rezultate meritev vidimo v tabeli 5.2. Opazimo lahko, da je tudi pr-
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votna pametna pogodba presegla nasˇe zahteve po hitrosti. Zmozˇna je bila
obdelati okoli 100 transakcij na sekundo. Razlog je v tem, da je bilo nasˇe te-
stno omrezˇje precej majhno, zato lahko trenutno samo ugibamo, pri kaksˇnem
sˇtevilu vozliˇscˇ v testnem omrezˇju bi ta hitrost zacˇela upadati v smeri ome-
jitve glavnega (15 transakcij na sekundo). V prvih poskusih meritev je bila
omejitev poraba goriva v blokih, zato smo to vrednost nastavili na prakticˇno
neomejeno (1012), da smo lahko res priˇsli do zgornje meje nasˇega registra in
samega omrezˇja. Poraba goriva je dosegala tudi do 100 milijonov. Za pri-
merjavo; glavno Ethereum omrezˇje ima trenutno porabo okoli 8 milijonov.
S posodobljeno pogodbo smo uspeli hitrost povecˇati za vecˇ kot 50 %.
Glavni razlog za pospesˇitev je manjˇse sˇtevilo transakcij, saj sedaj shranimo
do priblizˇno 30 vpogledov v eno transakcijo. Posledicˇno mora nasˇ register
generirati manj transakcij, kar je zahtevna operacija, prav tako pa jih mora
omrezˇje obdelati manj.
Da smo lahko izkoristili posodobljeno pogodbo, je bilo potrebno prilago-
diti generiranje transakcij z vpogledi. Za prvo pametno pogodbo smo gene-
rirali transakcijo takoj, ko smo zabelezˇili nov vpogled. Za posodobljeno po-
godbo smo sedaj morali spraviti cˇim vecˇ vpogledov v eno transakcijo, hkrati
pa paziti, da se te sˇe vedno generirajo hitro. Sedaj ob vsakem novem vpo-
gledu po oddani transakciji pocˇakamo, da se nabere vecˇ vpogledov, katere
interno hranimo v programu, preden kreiramo transakcijo. Po pretecˇenem
cˇasu (cˇakamo eno sekundo) ali cˇe se je vpogledov nabralo toliko, da zapol-
nimo transakcijo z njimi, ustvarimo transakcijo z zbranimi vpogledi in jo
oddamo v omrezˇje.
Hyperledger Fabric omrezˇje je sposobno obdelati veliko vecˇ transakcij
na sekundo. Iz analize v cˇlanku [21] vidimo, da lahko s pravilnimi prijemi
dosezˇemo hitrost tudi do 2000 transakcij na sekundo, kar je dva reda veli-
kosti vecˇ kot Ethereum omrezˇje. Tukaj nam samo omrezˇje ne predstavlja
ovire in smo lahko z nasˇo pametno pogodbo brez tezˇav shranili vse vpoglede.
V tabeli 5.2 vidimo, da se sicer nismo prevecˇ priblizˇali maksimalni hitrosti
Fabric omrezˇja. Razlog je v tem, da nam omejitev predstavlja nasˇa imple-
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Skozi implementacijo registra vpogledov smo spoznali delovanje tehnologije
verige blokov, podrobneje tudi dve implementaciji, ki bosta igrali pomembno
vlogo v nadaljnjem razvoju tehnologije. Tehnologija je sˇe v razvoju, hi-
tro se pojavljajo nove resˇitve in izboljˇsave trenutnim izvedbam, vendar zˇe
zdajˇsnje implementacije ponujajo veliko funkcionalnosti. Glavne prednosti
verige blokov so transparetnost transakcij, porazdeljena baza podatkov in
nespremenljivost oziroma integriteta podatkov. Zaradi teh lastnosti se lahko
tehnologija aplicira na razlicˇna podrocˇja, kot na primer:
• tokenizacija (digitalizacija) dobrin;




Na vseh navedenih podrocˇjih, kot tudi drugih, poteka zˇe ogromno projektov,
kateri poskusˇajo ponuditi resˇitve, ki uporabljajo tehnologije verige blokov.
Zares izdelanih resˇitev na trgu sicer sˇe ni, razen na podrocˇju kriptovalut,
kjer je bil najvecˇji poudarek v zadnjih letih. Nedvomno pa se bodo zanimive
resˇitve pojavile tudi v drugih panogah, predvsem ko tehnologija sˇe dozori.
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Trenutno implementacijo Ethereum omrezˇja omejuje predvsem kolicˇina
prometa, ki ga je sposobno sprocesirati. Tezˇava je vidna predvsem na glav-
nem omrezˇju, kjer je zˇe vecˇkrat priˇslo do preobremenjenosti in upocˇasnitve
delovanja omrezˇja. Testna oziroma privatna omrezˇja so sˇe vedno precej hi-
tra, a lahko trenutno le ugibamo, cˇe hitrost omrezˇja zacˇne upadati zˇe pri
nekaj 10 ali sˇele nekaj 1000 vozliˇscˇih. V cˇasu pisanja diplomske naloge sˇe
vedno ni priˇslo do nacˇrtovane nadgradnje na POS protokol soglasja, kateri
bi med drugim povecˇal tudi pretocˇnost omrezˇja. Samo delo s tehnologijo je
enostavnejˇse in hitro osvojimo potrebno znanje za implementacijo resˇitve, ki
uporablja Ethereum verigo blokov.
Hyperledger Fabric nima tezˇav z pretocˇnostjo, saj je bil zˇe v osnovi zasno-
van za vecˇje sisteme, ki potrebujejo vecˇjo skalabilnost. Implementacija deluje
bolj celovita implementacije tehnologije verige blokov, vendar s sabo prinese
tudi vecˇjo kompleksnost samega omrezˇja. Vecˇ cˇasa porabimo za spoznava-
nje tehnologije in delovanja, vendar nam ta ponuja veliko vecˇ kot Ethereum
implementacija.
Ethereum in Hyperledger Fabric se posvecˇata razlicˇnim ciljnim skupinam.
Medtem ko je prvi bolj primeren za manjˇse projekte in aplikacije, namenjene
sˇirsˇi javnosti, je Fabric boljˇsi za vecˇje industrijske resˇitve, ki potrebujejo
boljˇso zanesljivost, vecˇjo skalabilnost in konfigurabilnost.
Nasˇ register vpogledov smo uspesˇno implementirali z uporabo obeh teh-
nologij. Zaradi omenjene slabe pretocˇnosti Ethereum omrezˇja, bo nadaljnji
razvoj potekal na Hyperledger Fabric tehnologiji. Poudarek pri razvoju bo
na varni hrambi osebnih podatkov znotraj nasˇega registra, kot tudi na iz-
boljˇsanju delovnega procesa shranjevanja. Da bomo lahko izkoristili hitrost,
ki nam jo ponuja samo Hyperledger Fabric omrezˇje, bomo morali pohitriti
proces med sprejemom novega vpogleda in generiranja transakcije.
Razmisliti bomo morali tudi, kako bi boljˇse poskrbeli za mozˇnost izbrisa
oziroma pozabe osebnih podatkov, ki so shranjeni na verigi blokov, kar se
trenutno resˇuje z izbrisom dekriptirnega kljucˇa posamezne osebe. Za dosego
tega cilja nam nova verzija Fabric-a [15] ponuja novo funkcionalnost zaupnih
Diplomska naloga 49
zbirk podatkov (angl. private data collections), ki nam omogocˇajo brisanje
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