Java is an object-oriented programming language. From a software engineering perspective, object-oriented design and programming is used at the architectural design, and structured design and programming is used at the detailed design within methods. As such, structured programming skills are fundamental to more advanced object-oriented programming concepts.
The purpose of the "Blue, Berry, and Blueberry" assignment is to assess students' structured programming skills with Java. This assignment asks students to write a program that uses all three repetition structures to print, on each line, a number (1 to 100) and a word ("Blue" or "Berry" or "Blueberry", depending on whether the number is divisible by 3 or 5 or 15). The program is also required to report the total numbers of "Blue", "Berry", and "Blueberry".
The assignment was given to undergraduate students enrolled in an advanced object-oriented programming course using Java. The submissions for the assignment were graded using a fivecriterion rubric. All in all, the class average score of the assignment was about 4.3 out of 5 (86.0%). The top two issues included formatting the output and counting the number of words.
To evaluate the students' perceptions of the assignment, an online survey was created, including two essay questions. The first question is: "Do you like the 'Blue, Berry, and Blueberry' assignment? Why or why not?" The second question is: "What are the most difficult challenges that you encountered while working on this assignment?"
Each question received 23 responses. In response to question one, more than 90% (21 out of 23) of the respondents said that they did like the assignment, mostly because it helped them to understand the concepts and provided an opportunity to use and compare different forms of selection structures (i.e., if, if…else, and if…else if…else selections)
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Introduction
Java is an object-oriented programming language. Structured programming skills, however, are fundamental to more advanced Java topics. Compared with structured design and programming, object-oriented design and programming provides a more natural and intuitive way to describe the real world objects by creating classes and their associated instances (also called objects). The relationship between the two, from a software engineering perspective, is as follows: objectoriented design and programming is used at the high level (architectural) design; in contrast, structured design and programming is used at the low level (detailed) design within methods. As such, mastering structured programming skills is a stepping stone for anyone who wants to become proficient in object-oriented programming.
Structured programming uses control statements (e.g., selection statements and repetition statements) to control the order of execution of a Java program. A typical Java programming textbook (e.g., Deitel & Deitel, 2009 ) introduces these control statements in early chapters. Without a thorough understanding or a solid grip of the structured programming concepts and skills, students would quickly become confused and frustrated, leading to early withdrawals or ultimate failures.
Structured programming skills with Java include using three forms of control structures -sequence, selection, and repetition (see details in the section on Structured Programming with Java). Effective assessment of whether students have obtained these skills has been a challenging task because there are many control statements and many different ways to combine them.
This article describes the "Blue, Berry, and Blueberry" assignment, which can be used to effectively assess students' structured programming skills with Java. It includes a review of the history of structured programming, an overview of structured programming with Java, the specification of the program, the course background as well as the grading rubric and report, and the students' perceptions about the assignment.
The History of Structured Programming
The idea of structuring a program with nested procedures or subroutines is not new (Wilkes, 1976) . In 1949, Wheeler invented the term "closed subroutine" (Wilkes, 1976) . In 1951, Wilkes, Wheeler, and Gill started to promote the "master routine calling subroutines and the subroutines calling other subroutines" style of programming, which could be regarded as a primitive form of structured programming (Wilkes, 1976) . In 1968, Dijkstra published the "Goto statement considered harmful" article, which advocated abolishing the goto statement from all "higher level" programming languages. In 1972, Dijkstra published the "Notes on structured programming" article, advocating restricting program control to three structures: sequence, selection, and repetition. Dijkstra's work "triggered the structured programming movement" (Chen, 2002, p. 21) and "fundamentally altered human expectations and achievements in software development" (Mills, 1986, p. 58) .
Structured programming advocates a "top-down" approach with a "divide-and-conquer" process to writing programs. In a "top-down" approach, programmers first formulate an overarching view Zhang IIP-229 of the program under development, then divide it into smaller subunits. Each subunit is then refined in greater detail and if necessary, divided into even smaller sub-subunits. The previous step repeats until the specification of each and every lowest subunit can be easily translated into simple programming language syntaxes.
It is claimed that this "top-down" approach leads to "a disciplined method of programming with the following advantages" (Wilkes, 1976, p. 274) : (1) The program, being modular in nature, is easy to understand and check. (2) There is a possibility of proving it correct. (3) It is easy to maintain and modify. By comparing two sets of program profiles, one set with and the other without using structured programming techniques, Elshoff (1977) shows that programs developed with structured programming techniques (1) have a more restrained flow of control, (2) are more readable and understandable, and (3) are expected to have a much longer lifetime. Indeed, over the years, we have learned that "structured programming produces programs that are easier than unstructured programs to understand, test, debug, modify and even prove correct in a mathematical sense" (Deitel & Deitel, 2009, p. 184 ).
Structured Programming with Java
In Java, by following Bohm and Jacopini (1966) to promote simplicity, only three forms of control structures are used to implement an algorithm: sequence, selection, and repetition. They are all single-entry/single-exit control statements, i.e., there is only one way to enter and only one way to exit each control statement. Deitel and Deitel (2009) provide a review of control structures which can be summarized as follows.
Sequence structures are a built-in feature: statements run in the order they are listed in the program. Selection structures include single-selections (e.g., if statement), double-selections (e.g., if…else statement), and multiple selections (e.g., switch statement). Repetition structures are implemented in three ways: while statement, for statement, and do…while statement.
It is easy to prove that (1) any form of selection can be implemented by combining if statements and (2) any repetition implemented by for statements or do…while statements can be implemented by while statements. Therefore, any form of control ever needed in a Java program can be expressed in terms of: sequence, if statement for selection, and while statement for repetition. And these simple control structures can be combined into more complex algorithms in only two ways -stacking (i.e., placing control statements one after another) and nesting (i.e., placing one control statement inside another).
In summary, Java programming language uses multiple forms of control structures, each control structure can be implemented by different statements, and all of them can be combined by either stacking or nesting or both. This may cause problems and uncertainties for students. For instance, students may have difficulties to decide which control structures or statements to use, how to combine them, and how to avoid logical errors. The purpose of the "Blue, Berry, and Blueberry" assignment is to provide students an opportunity to better understand and practice these structured programming concepts and skills with Java. Both stacking and nesting are needed to complete this assignment, as specified in the next section.
The "Blue, Berry, and Blueberry" Assignment
The assignment specification: Write a program that uses a while loop to print the integers 1 to 100, one number on each line, and set the number's field width as 3. When a number is divisible by 3, print "Blue" on the same line, and separate them by a space. Follow the same format, when a number is divisible by 5, print "Berry"; and when a number is divisible by 15, print "Blueberry". Note that a number divisible by 15 will also be divisible by 3 and 5. In this case, only "Blueberry" should be printed. A message, "The following is from a while loop," should be printed on the first line. Three messages, one on each line, should be printed to report the total numbers of "Blue," "Berry," and "Blueberry" respectively. Finally, in the same program, add a for loop and a do…while loop: each accomplishes the same task as the while loop.
Learning objectives: Upon successful completion of the assignment, students will be able to:
(1) analyze, design, and implement solutions to complex logical and computational problems, (2) understand the similarity and difference among the syntaxes and usages of while, for, and do...while loops, (3) choose among available selection statements those that are more appropriate to the situation, and (4) stack and nest selection and repetition control structures to solve problems more effectively.
Course Background, Grading Rubric, and Report
The assignment was given to undergraduate Computer Information Systems (CIS) and Computer Science (CS) students enrolled in an advanced object-oriented programming course using Java (comparable to a CS2 course). These students are generally upperclassmen who are required to have completed an introductory VB.NET programming course (comparable to a CS1 course) that focuses exclusively on structured programming concepts. These students are required to pass the introductory course with a grade of C or higher.
The contents covered in this advanced object-oriented programming course using Java can be roughly divided into three major groups: (1) structured programming such as control statements, methods, arrays, and collections, (2) objected-oriented programming such as inheritance and polymorphism, and (3) others such as exception handling, strings and characters, files and streams, and accessing databases with JDBC. The contents of this course are comparable to the contents suggested by Pendergast (2006) . The "Blue, Berry, and Blueberry" assignment was given to the students after structured programming constructs were reviewed with Java syntax, but before object-oriented concepts were presented. Students had been given three other less complicated assignments before this one was introduced, focusing on practicing with input/output statements, selection structures, and repetition structures, respectively. The students were required to complete the assignment within a week, in or outside of a computer lab. The lab is a regularly scheduled part of the course, once every two weeks for one and a half hours.
The Appendix contains an example of code for the assignment that will get a perfect score. To simplify grading and ensure consistency, a grading rubric was developed for the assignment. The submissions for the assignment were assessed using five criteria, including (1) program compiles and runs, (2) all three loops are used, (3) word counts (e.g., number of Blues) are correct, (4) all numbers (i.e., 1-100) are shown, and (5) format (e.g., field width for the number is 3) is correct. For each criterion, either 1 (correct) or 0 (incorrect) was assigned.
The class average score of the assignment is about 4.3 out of 5 (86.0%). The top two issues include formatting the output and counting the number of words. Specifically, for the formatting criterion, 11 out of the 23 students did it incorrectly. In most cases, students added two spaces in front of a number instead of using "%3d" to set the number's field width. Apparently, students had not fully understood the meaning of field width, which was quite surprising. For the word counts criterion, 4 out of the 23 students failed to count the number of words correctly because they forgot to reset the counters back to zeros before executing next loop.
Student Perceptions
To evaluate the students' perceptions of the assignment, an online survey was created using services provided by SurveyMonkey.com. This ensures anonymity so that students would be more comfortable in sharing their thoughts and perceptions. The survey included two essay questions. The first question is: "Do you like the 'Blue, Berry, and Blueberry' assignment? Why or why Each question received 23 responses. In response to question one, more than 90% (21 out of 23) of the respondents said that they did like the assignment, mostly because it helped them to understand the concepts and provided an opportunity to use and compare different forms of selection structures (i.e., if, if…else, and if…else if…else selections) and repetition structures (i.e., while, for, and do…while loops). Some representative comments are as follows:
• I liked the assignment because it helped me understand the differences between the "for", "while", and "do-while" loops.
• Yes, I liked it because it made us use all the repetition statements. It made sure that we had a good idea of what to do when using all of the statements.
• I liked the Blueberry assignment as it gave us a chance to make a program using while, do… while and for loops. And I got to understand them in detail and how these loops work.
• Yes, I like the assignment. This assignment gives a very good practice of loops.
You won't be able to do it without a thorough knowledge of loops.
• I liked the assignment. I liked that it combined 3 concepts (for, while, and do while loops) into one assignment. I felt like I learned a lot about the similarity and difference between all these because I was using them all to accomplish the same goal.
Two students didn't like the assignment: One thought it was too hard, and the other thought he/she had done a lot of work for it but did not feel he/she had accomplished anything useful.
In response to question two, most of the 23 students felt that the assignment was not all that difficult once they figured out what was expected. The top three most reported challenges include formatting the output, getting the total count for each word, and checking numbers divisible by 15 first. Some of the representative comments are as follows:
• It may just be something I overlooked but I had a hard time getting the numbers and words to print on the same line correctly.
• I had trouble getting the program to loop through and count how many times each were used.
• The most difficult part to me was getting the words to print out in the correct format.
• The biggest challenge for me was to figure out how to count the total number of Blues, Berries, and Blueberries.
• The most difficult challenge was to find out how 15 will be checked first so that it does not come again while we are checking division for 3 and 5, given that a number divisible by 15 is also divisible by 3 and 5.
Specifically, five of the 23 respondents admitted that formatting the output according to the requirements had been somewhat challenging; three of the 23 respondents acknowledged that they had trouble counting the total numbers of each word accurately (i.e., Blue, Berry, and Blueberry); and three of the 23 respondents stated that it took them quite a while to figure out how to check whether a number was divisible by15 first. This is consistent with the instructor's grading report.
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Conclusions
This article described the "Blue, Berry, and Blueberry" assignment, which was used to assess students' structured programming skills with Java. The article reviewed the history of structured programming and provided an overview of structured programming with Java. It provided the assignment specification as well as the course background, grading rubric and report. It also collected survey data for evaluating student perceptions regarding the assignment. Results from the instructor's grading report and student perceptions showed that the assignment was effective for assessing students' structured programming skills with Java. while ( number <= 100 ) { // display the number and "Blueberry" when it is divisible by 15 if( number % 15 == 0 ) { System.out.printf( "%3d %s\n", number, "Blueberry" ); blueberryCount++; } // display the number and "Blue" when it is divisible by 3 else if ( number % 3 == 0 ) { System.out.printf( "%3d %s\n", number, "Blue" ); blueCount++; } // display the number and "Berry" when it is divisible by 5 else if ( number % 5 == 0 ) { System.out.printf( "%3d %s\n", number, "Berry" ); berryCount++; } // otherwise, only display the number else { System.out.printf( "%3d\n", number ); } number++; } // end while loop // display the total numbers of "Blue", "Berry", and "Blueberry" respectively System.out.printf( "There are %d Blues.\n", blueCount ); System.out.printf( "There are %d Berries.\n", berryCount ); System.out.printf( "There are %d Blueberries.\n", blueberryCount ); // display message for the for loop System.out.print( "The following is from a for loop: \n" ); // reset all counters blueCount = 0; berryCount = 0; blueberryCount = 0; // display numbers and their corresponding words using for loop for ( number = 1; number <= 100; number++ ) { // display the number and "Blueberry" when it is divisible by 15 if( number % 15 == 0 ) { System.out.printf( "%3d %s\n", number, "Blueberry" ); blueberryCount++; } Assessing Students' Structured Programming Skills with Java
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// display the number and "Blue" when it is divisible by 3 else if ( number % 3 == 0 ) { System.out.printf( "%3d %s\n", number, "Blue" ); blueCount++; } // display the number and "Berry" when it is divisible by 5 else if ( number % 5 == 0 ) { System.out.printf( "%3d %s\n", number, "Berry" ); berryCount++; } // otherwise, only display the number else { System.out.printf( "%3d\n", number ); } } // end for loop // display the total numbers of "Blue", "Berry", and "Blueberry" respectively System.out.printf( "There are %d Blues.\n", blueCount ); System.out.printf( "There are %d Berries.\n", berryCount ); System.out.printf( "There are %d Blueberries.\n", blueberryCount ); // display message for the do...while loop System.out.print( "The following is from a do...while loop: \n" ); // reset the starting number and all counters number = 1; blueCount = 0; berryCount = 0; blueberryCount = 0; // display numbers and their corresponding words using do...while loop do { // display the number and "Blueberry" when it is divisible by 15 if( number % 15 == 0 ) { System.out.printf( "%3d %s\n", number, "Blueberry" ); blueberryCount++; } // display the number and "Blue" when it is divisible by 3 else if ( number % 3 == 0 ) { System.out.printf( "%3d %s\n", number, "Blue" ); blueCount++; } // display the number and "Berry" when it is divisible by 5 else if ( number % 5 == 0 ) {
