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Abstrakt 
Tato práce se zabývá implementací systému pro analýzu použitelnosti softwaru. Prostřednictvím 
rozsáhlého síťového frameworku a stanoveného protokolu umožňuje do testovaného systému 
integrovat knihovny pro snímání dat ze základních periférií jako je myš, klávesnice, obraz apod. 
Knihovny mohou být, při dodržení specifikace protokolu, nezávislé na platformě. Vytvořený 
framework využívá architektury klient – server a všechna data jsou spravována centralizovaně 
pomocí databáze, nad kterou je možné pokládat vyhodnocující dotazy.   
 
 
 
Abstract 
This work is concerned with an implementation of a software framework for usability testing. This 
extensive network framework and its protocol allow for integration of libraries for data collection 
from the basic peripherals like mouse, keyboard, camera, etc. If the protocol rules are implemented, 
these libraries can be platform independent. The client-server architecture allows for management of 
all collected data in a central database. The data in this database can be queried for evaluating the 
usability of applications. 
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1 Úvod 
 
Tato práce se zabývá návrhem a implementací systému pro analýzu použitelnosti softwaru. V dnešní 
době již nejsme omezeni, tak jak to bývalo v rané éře stolních počítačů, klávesnicí a jedním 
příkazovým řádkem, který nám umožnil řídit systém i jeho programy pomocí naučených textových 
příkazů. Doba pokročila a s technologickým vývojem osobních ale i firemních počítačů se objevují 
nové způsoby tvorby uživatelského rozhraní. Je snaha o stále intuitivnější a jednodušší ovládání 
programů a to bez kompromisů, které by omezovaly jejich funkcionalitu. Dnes je velký důraz kladen 
hlavně na obrazovou informaci a ke klávesnici a myši přibyly další periférie jako joysticky (volanty), 
kamery, pohybové senzory atd. Tyto periférie byly navrženy k tomu, aby umožnily uživateli 
komfortně a jednoduše ovládat dané aplikace. Protože přístup k tvorbě uživatelského rozhraní už není 
natolik jednoznačný, je potřeba testovat, zda navržené rozhraní odpovídá jeho využití, zda je vše tam, 
kde by mělo být, nebo kde si uživatelé myslí, že by to mělo být, a jestli je tak práce s aplikací 
jednoduchá, rychlá a efektivní. 
 Tvorbou systému, který umožní shromažďovat potřebná data pro vyhodnocení a který 
pomůže rozhodnout, zda je uživatelské rozhraní dané aplikace vhodné ke svému účelu, se zabývá tato 
práce. V následujících kapitolách vás pro ucelenější obraz provedu teorií životního cyklu softwaru, 
historií a návrhem uživatelských rozhraní dnešních aplikací. V dalších kapitolách zmíním způsoby 
testování dnešních aplikací se zaměřením na testování použitelnosti. V druhé části práce popíši 
strukturu a implementaci navrženého frameworku se zaměřením na jeho nejdůležitější části. Ke konci 
pak představím aplikace, které byly vytvořeny pro práci se získanými daty, a první výsledky, kterých 
se mi podařilo během práce dosáhnout. 
 
2 Vývoj uživatelského rozhraní a jeho 
testování 
V této kapitole bych se rád věnoval metodám vývoje dnešního softwaru, shrnul historický vývoj 
grafického uživatelského rozhraní a zmínil metody testování aplikací se zaměřením na testování 
použitelnosti. 
2.1 Metody vývoje dnešního softwaru 
 
Vývoj a návrh uživatelského rozhrání bývá nedílnou součásti celého vývojového cyklu softwaru [1]. 
Životní cyklus softwaru je tvořen etapami a uspořádáním těchto etap v čase vznikají metodiky vývoje. 
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V dnešní době existuje několik dobře popsaných metodik vývoje softwaru, kde má návrh a design 
aplikace své přesné místo. První metodiky vznikly už kolem roku 1960 a dodnes je účel jejich 
existence nezměněný. Hlavním cílem těchto metodik je návrh systému včetně plánování procesu 
řízení jeho vývoje a testování tak, aby každý věděl, kdy a co má dělat, a aby systém odpovídal 
požadavkům zákazníka, byl prostý chyb, vývoj byl ekonomicky efektivní, rychlý a předvídatelný.  
Každá metodologie má své silné a slabé stránky a pro každý projekt nebo složení týmu se může hodit 
jiná. Základní etapy životního cyklus softwaru jsou tyto:  
 
Analýza a specifikace požadavků 
V této etapě obvykle uživatel či zadavatel sděluje své požadavky na systém a jeho funkcionalitu. Tyto 
požadavky je nutné zkonkretizovat, zúplnit a z neformálního zadání vytvořit specifikaci požadavků 
s jasnými cíly, které si je zadavatel schopný v závěru otestovat akceptačními testy. Současně by měla 
být zjišťována všechna rizika spojená s vývojem a proveditelností, tak aby se vývoj samotný vyplatil 
a mělo smysl se do něho pouštět. Většinou se jedná o spolupráci zadavatelů, manažerů, softwarových 
analytiků a expertů z požadovaného odvětví. 
 
Architektonický návrh 
Architektonický návrh vychází ze specifikace požadavků. V této fázi je systém dekomponován na 
různé subsystémy, které mají určitou funkcionalitu a mohou tak samy tvořit autonomní celek. Je zde 
kladen důraz na komunikační rozhraní samotných subsystémů a jejich vzájemnou komunikaci. 
Vznikají zde první testy funkčnosti celého systému, tak aby se zaručila jeho správnost. Do této části 
už zadavatel nezasahuje a „ve hře“ jsou softwaroví analytici a architekti. 
 
Podrobný návrh 
V etapě podrobného návrhu se řeší detailní specifikace softwarových částí systému, tj. jaké algoritmy 
se využijí, jaké datové struktury budou vyhovovat, ošetření chybových a nepředvídatelných stavů 
apod. Součástí této etapy je i odhad potřebné doby k dokončení, nákladů a s tím spojené rozdělení 
práce v týmu. Vznikají zde první testovací data pro samotné subsystémy a zároveň je toto první etapa, 
kde se do detailu navrhuje uživatelské rozhraní. I na tomto návrhu se podílí převážně softwaroví 
analytici a architekti. 
 
Implementace a testování 
Zde již samotní programátoři realizují jednotlivé podsystémy dle dodaných analýz a uvádí software 
do života. Do práce se ve větším zapojují i testeři, kteří také pomocí specifikace nebo dokumentace 
tvořené programátorem, validují hotové součásti systému. Po otestování jednotlivých součástí 
systému je nutné tyto součásti pospojovat v jeden systém a ten následně otestovat také. V celistvém 
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systému je pak možné narazit na další chyby, které jsou způsobeny například komunikací subsystému 
a dalších věcí, které by normálně zjistitelné nebyly. Tato fáze bývá náročná na důkladné testování, 
protože nebývá náhodou, že se opravou chyby, jiná chyba udělá. 
 
Akceptační testování, instalace, provoz a údržba 
Ve fázi akceptačního testování sám zadavatel otestuje aplikaci, zda splňuje jeho požadavky a přebírá 
práci, až když je spokojený s výsledkem. Do té doby dodavatel ladí systém, dokud se nahlášené 
nedostatky neodstraní. Po té je systém nasazen u uživatele a školí se zaměstnanci. S nasazením 
systému u uživatele, životní cyklus softwaru končit nemusí. V průběhu používání softwaru v ostrém 
provozu je možné narazit na další chyby, nebo na potřebná rozšíření a nové funkce (např. 
v návaznosti s novelami zákonů). 
 
Toto jsou základní etapy, které se obvykle v životním cyklu softwaru objevují ať už v této formě nebo 
mírně pozměněné a přizpůsobené určitému projektu a modelu. Model životního cyklu je pak pomocí 
těchto etap popsán a definuje jejich vstupy, výstupy a časovou následnost. Mezi nejznámější modely 
vývoje dnešního software patří:  
 
Vodopádový model 
Jeho etapy jsou seřazeny sekvenčně za sebou a každá etapa začíná právě tehdy, když předchozí 
skončí. Jedná se o jednu z nejstarších metodik, ve kterých uživatel/zadavatel není schopen 
kontrolovat vývoj v průběhu a dostává se k výslednému produktu až úplně na konci. Tento přístup by 
byl vhodný a rychlý právě tehdy, pokud bychom na začátku obdrželi přesné a v průběhu vývoje se 
neměnící nároky a požadavky. Bohužel v reálném životě je případu, kdy není potřeba u rozsáhlého 
systému změnit specifikaci za běhu, velmi málo.  
 
 
 
 
 
 
 
 
 
 
 
Obrázek 1 : Vodopádový model 
specifikace 
požadavků 
analýza a návrh 
systému 
implementace 
a testování 
testování 
celého systému 
provoz a 
údržba 
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Iterativní model 
Iterativní model vychází z vodopádového přístupu a snaží se docílit toho, aby uživatel viděl funkční 
verzi softwaru dříve než na konci vývoje. Toho je docíleno tím, že je vývoj rozdělen do tzv. iterací, 
které nejsou nic jiného než přizpůsobené vodopádové modely v čase za sebou. Na konci každé iterace 
uživatel vidí spustitelnou verzi aplikace (s omezenou funkčností) a jeho připomínky je možné zanést 
již do další iterace. Testovaný software, který figuruje v této práci, je vyvíjen právě touto metodou a 
později vysvětlím i důvod této volby. 
 
Obrázek 2 : Iterativní model (S - specifikace, N - návrh a analýza, I - implementace, T - testování) 
 
Inkrementální model 
Někdy také označován jako „přírůstkový model“ je skoro stejný jako iterativní s tím rozdílem, že 
uživatel dostává k otestování ucelené části systému a ne systém jako celek. 
 
Spirálový model 
Dalo by se říci, že tento systém je také podobný iterativní modelu, s tím rozdílem, že klade vyšší 
důraz na analýzu rizik a při každém dokončeném cyklu nevytváří uživateli funkční verzi softwaru 
s omezeními, ale prototyp. Tyto prototypy se na rozdíl od dříve zmíněného softwaru dále nepoužívají 
a zahazují. V každém kole je tedy nutné vytvořit nový prototyp, což sice spotřebovává určité 
prostředky, ale výsledkem může být vyladěnější systém bez kompromisů. Etapy tohoto modelu se ve 
spirále opakují (viz obr. 3) stále na vyšším stupni (např. ta samá etapa v další iteraci má větší 
bezpečnostní nároky, širší skupinu testů apod.). 
 
 
Obrázek 3 : Spirálový model 
hodnocení
níe 
požadavků 
analýza 
požadavků 
plánování
ožadavků 
vývoj 
  6 
Rational Unified Process (RUP) 
Odzkoušený model používaný v mnoha reálných softwarových projektech, který byl výsledkem 
výzkumu firmy Rational a spol. RUP vychází z iterativního modelu a jednotlivým iteracím dovoluje 
vzájemné překrytí v čase. Vývoj je založený na popisu pomocí jazyka UML a většinou se organizuje 
do čtyř etap (Inception, Elaboration, Construction, Guidelines).  
 
Agilní vývoj 
V některých případech se z časových nebo finančních důvodů nevyplatí využít ani jeden 
z předchozích modelů. U jednoduchých projektů jsou to ve své podstatě právě byrokratické postupy, 
které mohou vývoj produktu zbrzdit a finančně potopit. Vyústěním toho je právě agilní přístup 
k vývoji aplikací, kde se může využívat iterativního modelu, ale požadavky i řešení se vyvíjí 
prostřednictvím spolupráce mezi lidmi v týmu. Určujícím faktorem kvality produktu se tak stává 
člověk.  
 
Software testovaný v této práci je modulární ekonomický informační systém určen pro menší a 
středně velké firmy (jehož název „Tempo IS“ budu pro zkrácení využívat v celé práci). Systém je 
stále ve vývoji a při snaze konkurovat a v mnohém předčít dnes již zaběhlé systémy v tomto odvětví 
je nutné okamžitě reflektovat objevující se trendy a upravovat specifikace, analýzu a návrhy, tak jak 
by si to uživatel v dnešní době přál a jak je na to dnes už zvyklý. I přes to, že se systém stále vyvíjí, je 
už používán v různých firmách a společnostech a proto není vhodné využít vodopádový model, kde 
by zákazníci výsledný software před úplným dokončením neviděli, nebo spirálový model, kde by 
uživatelé nemohli pracovat v ostrém provozu s pouhým prototypem, který by byl díky nutnému 
znovuvytvoření při každé změně časově náročnější. Při objevení chyby je totiž nutné reagovat co 
nejrychleji a v další iteraci ji opravit a vystavit záplatu nebo celý opravený systém. Stejně tak by se 
mohla nabízet agilní metodologie, ale s rostoucími bezpečnostními riziky (v již nasazených 
systémech) je nutné dodržovat takové postupy ve vývoji a testování, které by sice např. při tvorbě 
školního týmového projektu nutné nebyly, ale zde jsou kriticky důležité. Stejně tak s rostoucím 
týmem je nutné nějakým specifičtějším způsobem koordinovat lidi uvnitř a nespoléhat se pouze na 
ústní nebo emailovou domluvu. Iterativní model tohoto produktu dovoluje celkem efektivně testovat 
právě novinky a vylepšení v uživatelském rozhraní a na případné náměty a připomínky poskytuje 
dostatečně rychlou a bezpečnou odezvu. 
  7 
2.2 Vývoj a návrh uživatelského rozhraní 
V první podkapitole bych rád stručně popsal rozvoj grafického rozhraní a v druhé podkapitole bych se 
rád věnoval nejznámějším metodologiím, které se zabývají včleněním návrhu uživatelského rozhraní 
do vývojového cyklu softwaru. 
2.2.1 Historie a současnost grafického uživatelského rozhraní 
 
Vývoj grafického uživatelského rozhraní (GUI – graphical user interface, v textu budu nadále 
používat zkratku GUI nebo zkráceně „uživatelské rozhraní“) úzce souvisí s vývojem samotných 
operačních systémů, nad kterými aplikace obvykle běží. Historie vývoje GUI tak začíná už v 60. 
letech 20. století, kdy vznikaly první grafické počiny jako Sketchpad z roku 1963, což byl první 
známý CAD nástroj s grafickým uživatelským rozhraním, které bylo pro svoji nadčasovost inspirací 
pro nadcházející generace operačních systémů a aplikací. Na konci 60. a začátkem 70. let se ve 
firemním segmentu (osobní počítač byl v té době neexistující pojem) hojně využívalo ovládání 
počítačů pomocí příkazového řádku. Administrátorům (převážně systémů založených na bázi unixu) 
toto zůstalo dodnes. Je ovšem nutné podotknout, že správa systému pomocí příkazové řádky znalým 
člověkem bývá mnohdy i dnes rychlejší variantou oproti používání grafické nadstavby. Opačná 
situace nastala s rozvojem osobních počítačů v 80. letech 20 století.  Vyvstal požadavek k tomu, aby 
mohl počítač obsluhovat i méně zkušený zaměstnanec a to tak, aby se pokud možno minimalizovaly 
chyby a zrychlila obsluha aplikací. V tuto dobu se masivně nasazuje textové uživatelské rozhraní 
(TUI – Text User Interface, někdy také CUI – Character User Interface), které svou náročností na 
hardwarovou stránku věci, je velice podobné módu s příkazovým řádkem. Toto rozhraní bylo běžné a 
uživatelé se s ním nejčastěji setkávali u aplikací pod operačním systémem DOS firmy Microsoft, 
která jej vydala v roce 1981, ale také u operačních systémů na bázi unixu, kde se některé aplikace 
používají dodnes. Příkladem dnes používaných aplikací s tímto rozhraním může být správce Midnight 
Commander, webový prohlížeč Links, textový editor Vim, ale i například hojně používané lékařské 
systémy pro evidenci pacientů a jejich spisů, mnoho pokladních systémů a dnes asi nejrozšířenější 
aplikace s TUI – teletext v běžném televizoru.  
 
 
 
 
 
          
   Obrázek 4 : TUI v operačním systému FreeDOS                                          Obrázek 5 : Jedno z prvních GUI od Xeroxu 
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První GUI nadstavba pro operační systém vznikla v roce 1973 v laboratořích Xeroxu a jednalo se o 
koncept, který známe již z dnešních operačních systémů. Základním pracovním prostředkem byla 
okna, pracovní plocha a ikony. Tento koncept se stal velmi populárním a ve svých systémech je 
nasadila v tu dobu většina velkých hráčů na trhu. V 90. letech přicházejí s masivním rozvojem 
osobních počítačů a technologickým pokrokem operační systémy s již propracovanými grafickými 
nadstavbami a aplikacemi, které jsou pro tyto nadstavby určené. Osobní segment zasáhly hlavně 
systémy Microsoft Windows 3.1, Windows 95 a Linux. Protože je testovaný systém určený pro 
Windows platformu, zaměřím se teď výhradně na ni, avšak principy jsou ve většině dnešních systémů 
velice podobné. 
 Operační systém Windows od své první verze 1.0 poskytuje programátorům aplikační 
rozhraní Windows API (někdy nazývané Win32), které bylo mimo jiné vyvinuté za účelem 
sjednocení přístupu k základním funkcím pro vytváření uživatelského rozhraní (oken, formulářů, 
tlačítek apod.) a to nezávisle na zvoleném programovacím jazyku. Všechny programy běžící pod 
Windows tak musí komunikovat se systémem prostřednictvím Windows API.  Pomocí tohoto API, 
lze vytvořit takřka jakoukoli aplikaci (ať už v okenním nebo celoobrazovém módu). S příchodem 
Windows 8 vypustil Microsoft nástupce tohoto rozhraní s výstižným jménem Windows Runtime 
(WinRT), kde představuje nový programový model pro moderní aplikace. Aktuální verze systému tak 
obsahuje obě aplikační rozhraní a díky kompatibilitě se staršími aplikacemi tomu tak jistě ještě 
dlouho bude. Hlavním rozdílem těchto aplikačních rozhraní je přidání podpory pro nové jazyky a pro 
Metro aplikace, což jsou aplikace navržené přes celou obrazovku, psané většinou v  HTML5, 
Javascriptu a Silverlightu - tedy v jazycích, které doposud byly k vidění pouze v internetových 
aplikacích. U metro aplikací se hlavní využití předpokládá na mobilních zařízeních jako jsou telefony, 
tablety apod. WinRT poskytuje stejné služby jako WinAPI a nabídku funkcí rozšiřuje například o 
práci s dotykovými zařízeními. Jak Windows API tak WinRT poskytují pro tvorbu grafického 
uživatelského rozhraní přímý přístup ke knihovnám DirectX/GDI. Bohužel pro firmu, která tvoří 
rozsáhlý informační systém, je neefektivní zaobírat se tvorbou vlastních komponent (tlačítek, 
posuvníků, polí pro výběry barev, datumu apod.) a proto obvykle využívá knihoven operačního 
systému, nebo knihoven, které jsou multiplatformní a běží na více systémech (QT, Gtk). Tyto 
knihovny mívají buď vlastní komponenty, které v závislosti na platformě mění přístup k aplikačnímu 
rozhraní, nebo přepínají knihovny komponent operačního systému v závislosti na tom, na kterém jsou 
kompilovány. Jak bylo řečeno, systémy obvykle poskytují nějaké základní prostředky a komponenty 
pro pohodlnou tvorbu GUI a jinak tomu není ani u systému Windows. Na obrázku 6 je zobrazen stav 
programovacího modelu v aktuální verzi Windows 8. Z hlediska vývoje GUI je zajímavý pouze 
vrchní řádek, který prozrazuje použitelné technologie pro tvorbu uživatelského rozhraní, a který 
popíši následovně. V případě systému Tempa se využívá VCL knihovny (Visual Component Library) 
pro Delphi od společnosti třetí strany, která se komerčně zabývá tvorbou moderních a funkcionálně 
bohatých komponent pro platformu Windows. Jedná se o komponenty pro práci se vstupy od 
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uživatele, náročnými tabulkovými daty a dalšími moderními prvky, které by dnešní aplikace měla, 
v zájmu komfortu, uživateli nabídnout.  
 
 
              Obrázek 6 : Programovací model systému Windows 8 (z hlediska vývoje GUI nás zajímá pouze vrchní řádek) 
 
HTML 
HTML (HyperText Markup Language) je značkovací jazyk, který je doposud používaný převážně pro 
výstavbu webových stránek. Momentálně Windows 8, jako jediný systém na trhu, umožní spouštět 
v systému HTML společně s Javascriptem jako nativní aplikaci bez nutného běhu v internetovém 
prohlížeči. Princip tvorby uživatelského rozhraní pomocí HTML spočívá v psaních sémantických 
značek (podobných XML) a jejich stylováním pomocí patřičných atributů nebo kaskádových stylů 
(CSS). HTML značky tvoří hierarchickou strukturu elementů, které vůči sobě ve výchozím nastavení 
využívají relativní pozicování. Součástí HTML jsou pouze základní komponenty jako tlačítka, list 
boxy, zatržítka, textová pole apod. 
 
XAML 
XAML je značkovací jazyk vycházející z XML, kde jsou jednotlivým tagům přiřazeny různé 
významy, podobně jako u HTML, s tím rozdílem, že v tomto případě je tento jazyk mnohem 
obsáhlejší (má mnoho propracovaných komponent) a nabízí prostor pro tvorbu jak desktopového, tak 
webového uživatelského rozhraní. Momentálně se jedná o velice moderní přístup k tvorbě GUI, 
protože nabízí mnohem větší volnost při tvorbě grafického návrhu aplikace než jeho, v dnešní době 
stále používanější, předchůdce WinForms. 
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WinForms, MFC, VCL 
Před nástupem .NET Frameworku (tedy až po systém Windows XP) existovala a stále existuje 
grafická knihovna MFC (Microsoft Foundation Class library), která programátorům C/C++ 
umožňovala komfortnější přístup k Windows API. Jednalo se především o pokročilou práci s okny, 
zprávami, výjimkami a především systémem předpřipravených a generovaných šablon formulářů, 
dialogových oken apod. S příchodem .NET Frameworku (a dalo by se říci nového myšlení 
Microsoftu) se objevuje nástupce pojmenovaný Windows Forms (ve zkratce WinForms). Jedná se o 
grafické aplikační rozhraní závislé na přítomnosti .NET Frameworku. Lze u něho použít jak nižší, tak 
i vyšší programovací jazyky jako C#, VB.NET, F# apod. WinForms se staly velmi oblíbenými (i ve 
firemní sféře) díky podpoře mnoha jazyků, relativně jednoduchému použití a široké nabídce 
kvalitních komponent. Principem WinForms jsou třídy různého významu, kde některé reprezentující 
kontejnery a tvoří tak obal více komponent, jiné zas tvoří přímo funkční komponenty. Výsledná 
aplikace je pak představitelná jako strom, kde jsou v listech ovládací a informační prvky.  Využívá se 
zde objektového modelu a dědění vlastností. Na stejném principu jako WinForms nebo MFC pracuje 
VCL, kde je knihovna zaměřena stejným způsobem na jazyky C++, Pascal a Delphi. Díky projektu 
Mono a jejich otevřené implementaci .NET Frameworku je možné používat WinForms i na dalších 
platformách jako Linux a Mac. Stejně tak i VCL má multiplatformní ekvivalent nazvaný CLX 
(Component Library for Cross Platform). Pro velkou oblibu WinForms vznikl model nazvaný 
WebForms, který se využívá v technologii ASP.NET při tvorbě webových stránek, a kde se při 
návrhu GUI využívají podobné principy v kombinaci se značkovacím jazykem. Z důvodu široké 
podpory WinForms mezi komunitou a jejím stálým využíváním i přes nástup nové generace, budou 
základní knihovny tohoto projektu v určitých aspektech přizpůsobeny právě WinForms. 
 
DirectX, GDI+ 
V tomto případě se jedná o nízko-úrovňové přístupy a knihovny nejen k tvorbě grafického rozhraní. 
Nutno poznamenat, že se stále jedná o komfortnější přístup k tvorbě GUI aplikací než přes samotné 
Windows API resp. Windows Runtime, které tyto knihovny ve svém jádru využívají. V případě GDI+  
je snaha o přístup přímo k tenké vrstvě nad grafickým zařízením a využívá se základních funkcí jako 
kreslení přímek, křivek, renderování textu apod. Využití GDI+ spočívá hlavně v jednoduchých 
grafických aplikacích a hrách. Moderní hry a náročné aplikace obvykle potřebují vysoký výkon a 
pokud možno přímí přístup ke všem možnostem dnešního hardwaru, který nabízí právě DirectX nebo 
multiplatformní OpenGL. 
 
S rozvojem knihoven pro práci s okny se ustálily 3 nejpoužívanější rozložení a způsoby zobrazení 
těchto oken. Jedním z těchto způsobů je MDI (Multiple document interface), kde existuje hlavní okno 
aplikace, které slouží jako pomyslná plocha a kontejner pro svá podokna. Výhodou takového řešení 
může být přehlednost v rámci systému a dojem toho, že se jedná o jednu celistvou aplikaci i přes to, 
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že je složena z více formulářů a oken. Stejně tak společné ovládací prvky v hlavním okně nebo 
možnost řazení vnitřních oken mohou být velkou výhodou v ovládání aplikace. Uživatelé tak 
s jistotou vědí, kde formulář hledat apod. Nevýhodou tohoto řešení může být v jednu chvíli 
nepřehlednost v tom smyslu, že uživatel nemusí hned vidět, které formuláře má v aplikaci otevřené, 
protože mu v liště svítí pouze jedna hlavní aplikace. Tento problém se pak obvykle řeší pomocí 
speciální položky v menu, která může zobrazit výpis otevřených oken. 
 Další možností uspořádání oken aplikace je tzv. SDI (Single document interface) metoda, kde 
jsou okna aplikace zvlášť a okenní manažer operačního systému je spravuje a zobrazuje všechny 
jednotlivě. Každé okno může mít svoje vlastní menu nebo toolbar a přizpůsobené manipulační prvky. 
Tento způsob se hodí do situací, kdy máme rozsáhlý systém s mnoha skoro autonomními aplikacemi 
a společným jádrem. V tomto případě může být výhodnější a přehlednější využít SDI zobrazení tak, 
aby uživatel přesně viděl, co má otevřené a že se jedná o okno s úplně jinou funkcionalitou. Tento 
přístup bývá ve výchozím nastavení používán u většiny dnešních grafických nástrojů. 
 Třetí jmenovanou možností je tzv. TDI (Tabbed document interface). Jedná se vlastně o 
speciální případ MDI oken, kde všechna podokna vyplňují celý prostor hlavního okna, vždy je vidět 
pouze jedno a mezi okny se přepíná záložkami, které jsou většinou součástí horního menu hlavního 
okna. Tento princip je dnes k vidění v mnoha textových editorech a hlavně webových prohlížečích. 
Výhodou může být přehlednost a velice intuitivní ovládání. 
 
 
               
                 Obrázek 7 :  SDI  (Gimp),   MDI  (Microsoft Word),  TDI  (PSPad) 
 
V testovaném systému Tempo je využito jak přístupu MDI tak TDI, kdy má uživatel možnost otevřít 
více oken najednou v rámci hlavní aplikace a zároveň přepínat tyto okna pomocí zobrazených záložek 
jednotlivých oken ve speciální liště. 
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2.2.2 Návrh uživatelského rozhraní v životním cyklu softwaru 
 
Návrhem uživatelské rozhraní se zabývá disciplína HCI (Human Computer Interaction), avšak mnoho 
ze stávajících metodik vývoje počítačového softwaru s tímto krokem implicitně vůbec nepočítá. Často 
bývá návrh uživatelského rozhraní odsunut do pozadí a řeší se pouze na úrovni firemní kultury a 
interních manuálu a zvyklostí. Přitom při příchodu grafické uživatelského rozhraní je návrh onoho 
rozhraní jedním z nejdůležitějších prvků systému. Uživatel již není ten, kdo je veden pevnými kroky 
algoritmů, ve kterých zadává pouze příslušné příkazy. Uživatel dnes volí, co a kdy se bude dít. Sám si 
zvolí nejprve objekt a následně operaci nad ním, ne naopak. Intuitivní GUI se uživatel naučí rychleji a 
snáze než příkazy konzolového průvodce a jeho práce je tak produktivnější. 
 Bohužel v dnešní době neexistuje žádný neustále se vyvíjející standart toho, jak by správné 
GUI mělo vypadat. Ono je to i tak trochu nemožné a subjektivní, ale výsledkem toho je ta skutečnost, 
že většina operačních systému má GUI v různých aspektech odlišné. Mnoho aplikací má GUI šité na 
míru dle představ vývojářů a firemních grafiků a neexistují tak žádná společná pravidla, na která by 
se potencionální uživatel mohl spolehnout a která by se v určité éře naučil a používal. Přechod 
uživatele mezi jednotlivými operačními systémy a verzemi aplikací tak bývá někdy hodně bolestivý a 
náročný na čas. 
 GUI samo o sobě není, ale snadno být může, opravdu silný nástroj, kterému je ve vývoji 
nutné věnovat určitý čas a prostředky. Jak bylo v úvodu kapitoly zmíněno, návrhem a analýzou 
uživatelského rozhraní se zabývá disciplína HCI, která přináší metodologii návrhu známou jako UCD 
(User-centered design). Ta je protichůdná s metodologií TCD (Task-centered design), která byla 
v minulosti upřednostňována. V této metodologii (UCD), kde převážně vycházím z článků Aleny 
Buchalcevové a Milana Drbohlava (viz. [2]), je hlavní důraz kladen především na:  
 
 Transparentnost  
 Přehlednost 
 Produktivitu 
 Integritu 
 Flexibilitu 
 
Transparentností se rozumí intuitivní ovládání a předvídatelné chování systému, produktivitou 
jednoduchost a rychlost provádění operací, integritou ochrana a varování před neobvyklými stavy 
včetně nápověd a flexibilitou se rozumí přizpůsobivost uživateli ve smyslu upravení ovládání a 
chování aplikace dle jeho potřeb a zvyklostí. Tyto požadavky by se na systém měly vznášet už v rané 
fázi vývoje a měly by být součástí specifikace a analýzy a to ještě před samotnou implementací 
systému. 
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K udržení těchto požadavků a k možnému snížení nákladů a časových nároků na vývoj systému 
napomáhá systematický přístup k návrhu UI, který předpokládá kontrolu kvality GUI po celou dobu 
vývoje systému ale i po jeho nasazení. Základní zdroje pravidel pro systematický přístup popisují tyto 
body:  
 
 Mezinárodní normy návrhu UI   
Především ISO 9241, které definuje použitelnost a ergonomii softwaru a stanovuje kritéria návrhu 
uživatelského rozhraní. Vesměs se jedná o velmi obecný návrh systému. 
 Normy vycházející z kognitivní psychologie a psychologie práce 
Normy vycházející z výzkumů kognitivní psychologie a psychologie práce, které zobecňují 
pojem použitelnosti bez bližšího kontextu. 
 Systémová, tj. platformová pravidla návrhu  
 Jsou ta pravidla, která určují tvůrci systému, pro který je aplikace psána (např. The Windows 
Interface Guidelines od firmy Microsoft). Tyto pravidla jsou zde z toho důvodu, aby si aplikace 
stejné platformy byly určitým způsobem podobné a využívaly podobného principu. 
 Interní, firemní normy návrhu UI 
Jedná se o estetická pravidla, která by měla mít plně v režii vývojářská firma. Definice těchto 
pravidel je nepsanou povinností každé solidní firmy. Jedná se o zvyklosti, přehnaně řečeno 
podpis firmy, který by na výsledných produktech měl být znatelný a dodržován.  
 
Stejně jako u životního cyklu softwaru je i tu na výběr z různých metod návrhu uživatelského 
rozhraní, které si každá firma většinou přizpůsobuje sama sobě. Problémem zůstává, jakou metodu 
zvolit a zda lze zvolenou metodu vůbec bez větších problémů integrovat do vývojové metodologie 
firemního softwaru. Všechny metody návrhu uživatelského rozhraní mají společné tyto věci: 
 
 Brzké zaměření na uživatele a jeho práci  
Analýza toho, co uživatel bude dělat, kolik uživatelů tento úkol bude vykonávat, profil uživatele 
vykonávající tento úkol apod. 
 Orientační měření dosažených výsledků 
Návrh by měl být co nejdříve otestován s uživateli, kteří s tímto systémem budou dennodenně 
přicházet do styku. Měly by být vytvořeny statistiky, kde je například vidět procentuální 
úspěšnost uživatelů v řešení zadaného úkolu, časová náročnost úkolu pro uživatele a chyby, 
kterých se uživatel dopustil během vykonávání zadaného úkolu. 
 Iterativní vývoj 
o návrh uživatelské rozhraní 
o otestování uživatelského rozhraní 
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o analýza výsledků 
o a opakování těchto kroků do té doby, dokud systém neodpovídá představám uživatele a 
nevykazuje nulovou míru chyb při vykonávání úkolů uživatelem. 
 
Příkladem existujících metod, které jsou v praxi využívány, mohou být například HCI (v tomto 
případě Human-Computer Interface Design process), MUSE (Method of User Interface Engineering) 
nebo SALVO (Specify, Adopt, Leverage, Visualize, Observe). 
 HCI metodologii popsala Carlow International Inc. v roce 1992 na zakázku pro firmu 
Goddard Space Flight Center. Základním principem této metody je identifikace uživatelských 
požadavků a kritérií návrhu a následná integrace s vývojem systému. Toho metoda dosahuje pomocí 
následujících kroků: analýzy funkcí (základní funkcionalita, kterou bude GUI poskytovat), srovnávací 
analýzy (v případě systému, které již existují a nějaké výsledky mají), analýzy úloh (definice 
uživatelských úloh a kroků k jejím provedením), návrhu konceptů (návrhy vycházející z předchozích 
kroků a slouží jako vstupní podněty pro další iterace návrhu GUI) a testování prototypů (uživatelské 
testy). 
 Metodu MUSE poprvé představil profesor Peter Gorny z Univerzity v Oldenburgu roku 1993. 
Principem této metody je definice požadavků na GUI, pojmenování potencionálních možností 
přístupu k řešení, sběr informací od budoucích uživatelů, využití stanovených pravidel v průběhu 
analýz a následné rozhodnutí o účelnosti a validitě daného návrhu. Metoda je založena na 
vlastnostech lidského chování jako jsou věcnost, cílevědomost a sociální cítění a tedy při úvahách nad 
uživatelským rozhraním a předcházejícími kroky by se měl návrhář dívat na věc ze tří pohledů - 
účelnost, interakce a prezentace.   
 Poslední zmíněnou metodou je SALVO, kterou pro potřeby výuky návrhu uživatelského 
rozhraní prezentovali roku 1997 prof. Wilson z University of Wisconsin a pan J. Connolly 
z California State Univerzity. Základní myšlenkou této metody byla kombinace návrhu zaměřeného 
na uživatele s návrhem zaměřeným na prováděné úlohy. Mezi základní kroky této metody patří 
specifikace (kdo a kde bude systém využívat a jaké úlohy bude moci systém vykonávat), zahrnutí 
systémových a firemních norem (resp. pravidel pro tvorbu uživatelské rozhraní), zmapování 
dosavadního způsobu práce uživatelů, prototypování a testování systému uživateli v již rané fázi 
vývoje (tzn. před implementací). 
 Metod a návrhů samozřejmě existuje více, ale článků a zdrojů (viz. [2]), které se této 
problematice věnují je podstatně méně. Samotné principy tak často nebývají formálně popsány a ve 
většině případů zůstávají součástí tzv. „know-how“ jednotlivých firem. 
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2.3 Způsoby testování aplikací 
 
Protože existuje mnoho druhů testování aplikací a spousta pohledů na tuto problematiku, pokusím se 
v této kapitole pouze shrnout a kategorizovat dané způsoby s jejich stručným popisem a více se budu 
věnovat až testování použitelnosti v další kapitole (v případě zájmu o hlubší teorii testování, odkážu 
na patřičnou literaturu [3]). 
Základem všech testů je vesměs určitá verifikace (tj. zda odpovídá software specifikaci) a 
validace (zda výsledek odpovídá tomu, co si uživatel přál). 
 
Rozdělení testů dle metody testování: 
 
 Strukturální testování (White box)  
Testování softwaru se znalostní vnitřní implementace, datových struktur a zdrojového kódu.  
Umožňuje cíleně testovat chyby kódu na různé sql injections, buffer overflow a jiné 
problémy. 
 Funkcionální testování (Black box)  
Tester nemá ponětí o vnitřní implementaci a testuje aplikaci pouze na základě specifikace 
systému. 
 Grey box 
V tom případě se využívají znalosti o vnitřní implementaci systému k systematickému návrhu 
testovacích případů pro testery. 
 
Rozdělení testů dle cíle testování: 
 
 Testování komponent 
Test autonomních částí kódu a samostatných celků. 
 Testování integrace komponent  
Testování propojení a komunikace jednotlivých komponent. 
 Testování kompletního systému 
 
Rozdělení testů podle strategie testování: 
 
 Testování zdola nahoru  /  Testování shora dolů 
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 Regresivní testování  
Testování aplikace po každé změně předchází vytváření chyb nových. Toto testování bývá 
většinou zautomatizované, protože vyžaduje opakované spouštění.  
 Akceptační testování 
Je prováděno na reálných datech koncovým uživatelem. Na základě těchto testů uživatel určí, 
zda systém vyhovuje zadání a původní specifikaci. 
 Alfa / Beta testování 
U většiny krabicového softwaru není možné provádět akceptační testy u každého zákazníka, 
proto se systém v první fázi nejprve otestuje pomocí skupiny vybraných uživatelů, kteří jsou 
s vývojáři v blízkém kontaktu (alfa testování). A v druhé fázi je vypuštěn zkušební software 
mezi širokou veřejnost a uživatelé provádí testy přímo u sebe (beta testování). Odhalí se tak 
například i chyby způsobené cizím prostředím a jeho odlišnostmi v nastavení.  
 
Rozdělení testů dle druhu testu: 
 
 Manuální testování 
Na základě specifikace systému nebo testovacích případů je systém otestován manuálně 
lidmi. 
 Automatické testování 
Pomocí přesně definovaných postupů k ověření správnosti dané funkcionality (instalace 
systému, aktualizace databáze) lze systém testovat automaticky pomocí skriptů a jiného 
speciálního softwaru. 
 
Testy nekontrolující přímo funkcionalitu systému: 
 
 Výkonnostní testy 
Testy paměťové náročnosti, rychlosti odezvy apod. 
 Bezpečnostní testy 
Testování systému před útoky hackerů a jinými bezpečnostními riziky v místě nasazení. 
 Testy použitelnosti 
Důležité testy, které odhalí chyby v návrhu uživatelského rozhraní. Uživatelské rozhraní musí 
být pro zákazníka relativně jednoduché a intuitivní. Testy většinou probíhají za normálního 
provozu. 
 Destruktivní testy 
Testování robustnosti aplikace. Tester se snaží v atypickém prostředí nebo neobvyklým 
chováním vyvolat selhání systému a neošetřené chyby. 
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2.3.1 Testování použitelnosti 
 
Testování použitelnosti je v procesu vývoje softwaru technika ke sběru dat od reprezentativního 
vzorku uživatelů a způsob jak objevit chyby v návrhu GUI, ergonomii a celkově uživatelského 
rozhraní. V průběhu testů se uživatelé snaží vykonávat typické úkoly, pro které je systém určen a na 
které se sami uživatelé zaměřují při každodenní práci (názorně se tématu věnuje kniha, viz [4]). 
 Testovat je zapotřebí již v rané fázi vývoje a to často (tj. iterativně). Pokud se objeví chyby 
před finální implementací systému, nebude tak nákladné je odstranit. Při testování je také třeba mít na 
paměti, že se testuje produkt a ne uživatel, ten by si to v průběhu testu neměl myslet. Samozřejmě 
jsou důležité výkonnostní měření úspěšnosti zvládnutých úkolů, času potřebného pro provedení 
úkolu, slepých cest apod., ale nesmí být opomíjen ani subjektivní názor uživatele na komfort práce 
v onom systému.  
 
Kdy a co testovat 
Při návrhu toho, co by se mělo testovat, by se měly sejít jak zadavatelé a zainteresování lidé, tak 
vývojářský tým, a společně by měly zmapovat místa v systému, kterým je potřeba věnovat pozornost. 
Důležitým faktorem návrhu toho, co je zapotřebí otestovat je, kdo bude produkt používat, čeho chtějí 
tito uživatelé za pomoci systému docílit, nebo zda již existují nějaké problémy, díky kterým je 
produktivita a komfort práce uživatelů nižší. 
 Testovat lze už v rané fázi vývoje, kdy existuje buď jednoduchý prototyp, nebo návrh na 
papíře. Uživatelé už v tuto chvíli jsou schopni zamyslet se nad potencionálními výhodami a 
nevýhodami návrhu. V pozdější době vývoje mohou být k testům většinou k dispozici nějaké modely 
daného systému (grafický interaktivní model, flash aplikace apod.). Tyto modely jsou bez 
funkcionality a většinou bývají tvořeny právě z důvodu konkrétních představ o uživatelském rozhraní. 
Dalším milníkem v testování jsou už částečně (alfa/beta verze) a plně (release verze) funkční verze 
systému, kdy je uživatel schopen otestovat práci v širším kontextu i z hlediska výkonnostního měření.   
 
Množství potřebných testerů 
Podle výzkumu doktorky Janice Ginny Redish z USA (viz [5]) si různé testy vyžádají vždy různé 
počty jim odpovídajících účastníků, ale přesto zveřejnila alespoň přibližné rozdělení testů do tří 
skupin, kterému se věnuje následující tabulka popisující kolik uživatelů na jaký druh testu je potřeba 
a jaký je samotný smysl těchto testů. 
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 Výkonnostní testy 
Diagnostické 
vyhodnocení 
Souhrnné testy 
počet uživatelů 8-24 uživatelů 4-6 uživatelů 6-12+ uživatelů 
měření 
Zaměření na výkonnostní 
metriky typu (délka provedení 
úkolu, chybovost apod.) 
Méně formální, zaměřené 
na kvalitu. 
Více formální, metriky 
zaměření na cílech testů 
použitelnosti 
důvod testu 
Vyhodnocení vlastností 
systému 
Nalezení a oprava chyb 
Testování úspěšnosti 
nového návrhu 
kdy 
Před návrhem systému nebo 
v rané fázi vývoje 
Během návrhu a vývoje Na konci vývoje 
jak často Jednou Iterativně Jednou 
 
 
Jakob Nielsen ze Sun Microsystems (viz. [6]) pak ve svém výzkumu matematického modelu 
problémů použitelnosti poukazuje na vzorec, ke kterému dospěl a díky kterému také křivka na 
obrázku 8 odpovídá odhadu inkrementálního testování profesorky Ginny Redish.   
 
 
 
Obrázek 8 : N -  celkový počet problémů,  L - míra nalezení problému jedním uživatelem, n -počet uživatelů 
 
Z grafu je patrné, že pro nalezení 100% chyb v systému by bylo potřeba nejméně 15 testerů. Nicméně 
díky inkrementálnímu vývoji stačí, pro efektivně rychlou diagnózu, testerů 5. Už totiž v prvních třech 
iteracích testu pokryjí téměř 100% problémů (1. iterace 85%, 2. iterace 85% ze zbylých 15% a 3. 
Iterace 85% ze zbylých 2,25% apod.). Tento fakt samozřejmě neříká, že více uživatelů je na škodu ba 
naopak. Nicméně v reálné situaci někdy bývá složité a drahé zaplatit a koordinovat tým testerů o 20 
rentabilních lidech. 
 
vztah: 
N(1-(1-L)
n 
Počet zapojených testerů
 
N
al
ez
en
é 
p
ro
b
lé
m
y
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Jaká data použít a co vyhodnocovat 
Je spousta dat, která se dají od uživatele získat a vyhodnocovat, záleží pouze na tom, co chceme 
testovat a čeho tak docílit. Namátkou:  
 
 informace o pohybu myši v prostoru aplikace 
 informace o čase a délce provedených akcí v aplikaci 
 informace o stisknuté klávese (přepisy, navigace tabulátorem, zkratky apod.) 
 informace o pohledu uživatele (eye tracking) 
 informace o obvyklém nastavení a rozložení uživatelského rozhraní 
 a např. dokreslující obrazové informace 
 
Díky těmto datům lze vyhodnocovat například tyto měření: 
 
 úspěšnost provedení úkolu 
 čas potřebný k provedení úkolu 
 chybové stavy a počty vzniklých problémů 
 poměr využití myši / klávesnice 
 schopnost se rychle naučit prostředí 
 optimální cesty vs. uživatelské cesty řešení úkolu a další 
 
Metodiky testů 
Metodikami vyhodnocení testů použitelnosti by se díky jejich širokému záběru mohla zabývat 
samostatná práce, nicméně zde stručně uvedu tři obecné přístupy k vyhodnocení testů použitelnosti. 
 
 Testování 
Reprezentativní vzorek uživatelů testuje systém nebo prototyp na typických úkolech a 
vyhodnocení tohoto testování spočívá v tom, do jaké míry prostředí podporuje uživatele ke 
splnění daného úkolu. 
 Kontrola 
Specialisti na použitelnost a přístupnost, profesionálové z oboru a znalí lidé testují 
použitelnost systému pomocí běžných metod a předem daných metod (kognitivní 
psychologie, heuristiky apod.) 
 
 Dotazy a získávání informací 
Komunikace s uživateli o systému. Uživatel sděluje návrhářům své poznatky z testování, 
subjektivní názory a postřehy z praxe. 
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Z pohledu možností provádění testů lze rozdělit metody na: 
 
 Hall Intercept Testing 
V této metodě je zvolen tým testerů, kteří reprezentují určitý průřez koncovými uživateli. 
Tento způsob testování se hodí převážně v raných fázích vývoje, kdy se hledá, jak určitý 
problém vyřešit či navrhnout a jaká cesta bude pro uživatele ta nejpříjemnější. Neduhem této 
metody později bývá fakt, že tito testeři mají méně nestranný pohled na věc. S postupem času 
se z nich stávají odborníci na systém a unikají jim tak věci, které napadají pouze uživatele 
systému neznalého. 
 Remote testing 
Jedná se o testování použitelnosti v situaci, kdy jsou testeři a návrháři v jiném místě a čase. 
Tato metoda se pak dělí na asynchronní, kdy např. uživatel testuje jeden den aplikaci doma a 
ze shromážděných dat se druhý den v centrále vyhodnocují tyto testy, a synchronní způsob, u 
kterého je nutná přímá komunikace formou videokonferencí, telefonů, chatu či jiných 
sdílených prostředků.  
 Expert review testing 
Systém testuje expert orientující se na danou problematiku speciálními metodami. 
 
2.4 Problémová místa testované aplikace 
 
Testovaný informační systém Tempo IS je ve fázi vývoje, kdy již umožňuje vedení agend Banka, 
Fakturace, Účetnictví, Pokladna, Sklad, Majetek, Půjčovna, Personalistika, Výkaz pracovníka, 
vozidel a strojů a dalších.  S daty všech těchto a dalších modulů lze pracovat v Bilanci a provádět tak 
různé finanční analýzy. Cílem projektu je komplexní informační systém pro řízení podnikových 
procesů v segmentu malých a středních firem. 
 Při analýze stěžejních a momentálně nejpoužívanějších funkcí systému se došlo 
k následujícím částem, na které se systém pro podporu testování použitelnosti hodí a v budoucnu 
zaměří.  
 
Závazky a pohledávky 
Tento modul poskytuje maximální kontrolu nad finančními zdroji firmy a je tak jedním 
z nejdůležitějších modulů systému. Firma zde udržuje veškerou fakturaci a zálohové listy, informace 
o závazcích vůči jiným subjektům a také pohledávky tvořící zisk společnosti.  S tímto modulem 
zaměstnanci a vedení přichází dennodenně do kontaktu a je nutné zajistit co nejkomfortnější přístup 
ke všem jeho stěžejním funkcím. 
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Pokladna 
Modul Pokladna je úzce propojen s finančním jádrem systému a umožňuje vést neomezené množství 
pokladen v různých měnách. Lze v něm tisknout a vystavovat libovolné pokladní doklady, vést 
pokladní knihu, sledovat pohyby, automaticky rozúčtovat předkontace atd. S větším množstvím 
funkcí, které modul nabízí, je tak složité nalézt takové GUI a uspořádání, které by vyhovovalo mnoha 
uživatelům a zároveň nepotlačovalo některé funkce modulu do pozadí. 
 
Banka 
V tomto modulu jsou veškeré nástroje pro zpracování bankovních výpisů a pro elektronický styk 
s bankou. Umožňuje zpracování výpisu z více účtu a v mnoha měnách, zasílání příkazů, automaticky 
generuje kurzové rozdíly mezi výpisy apod. Modul banky je tak velice důležitým prostředníkem mezi 
jádrem systému a informačními systémy různých bank. Požadavkem uživatele je pokud možno rychlá 
a takřka bezstarostná správa základních funkcí toho modelu s minimálním množstvím překlepů, 
přehlédnutí a jiných chyb, za které může nést odpovědnost špatně navržené UI modulu. 
 
Párování 
Zde se nejedná o modul, ale funkcionalitu napříč celým systémem, která dovoluje spárovat jakékoli 
položky, které spolu mají něco společného a jsou na sobě nějakým způsobem závislé. Tento vztah je 
zobrazitelný v bilanci a pomáhá uživateli vyvozovat určité závěry. Příkladem lze uvézt párování 
dokladů mezi sebou, doklady se zálohovými listy, doklady s výdejkami ze skladu apod. Tato funkce, 
v případě dobrého a jednoduchého návrhu, dokáže zvýšit produktivitu firemním analytikům, vedení 
ale i samotným účetním. 
 
Důležité přehledy 
Napříč celým systém se uživatel setká s mnoha přehledy, z nichž některé jsou velice důležité. 
Například v Přehledu závazků k platbě lze vidět vše, co je nutné uhradit bankovním převodem. Na 
tom samém místě lze rovnou exportovat bankovní příkazy a po zpracování příkazů importovat 
současný stav zpět. Přehledy tohoto typu jsou tvořeny za jediným účelem usnadnit uživateli práci a 
nabídnout mu, co největší pohodlí pro vykonávání své práce. Důraz na návrh a ergonomii těchto 
přehledů je pak na místě. 
2.5 Systém pro analýzu použitelnosti 
 
V předchozích kapitolách věnujícím se testování použitelnosti byly nastíněny 2 pohledy na roli 
uživatele v tomto procesu. V prvním je uživatel nepostradatelným zdrojem subjektivních názorů na 
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uživatelské rozhraní, kde je nutná komunikace a popis problému, vlastních myšlenek a nápadů na 
vylepšení, a v druhém pohledu je si uživatele možné představit jako pomyslný generátor událostí a 
různých akcí v čase, ze kterých vychází výkonnostní měření a různé statistiky úspěšnosti, statistiky 
ideálních cest vykonávání zadaných úkolů apod. 
 V prvním případě proces vyhodnocení nelze významně urychlit a optimalizovat, protože 
výsledky testů jsou závislé na osobní prezentaci samotného uživatele. Zatímco v druhém případě je 
možné celý proces z velké části zautomatizovat. Uživatel pouze vytváří vstupy systému, systém sám 
tyto data zpracovává, společně s vývojáři k nim přiřazuje sémantiku a následně je sám i vyhodnocuje. 
Právě návrhem takového systému, který umožní získat data od uživatelů (bez ohledu na lokaci a čas), 
jejich centralizovaným zpracováním a podporou pro jejich následné vyhodnocení, se v práci 
zabývám.  
 Systém by měl obsahovat čtyři hlavní části:  
 
 Produktivní část (klient), která generuje data v závislosti na akcích uživatele 
 Centrální databáze, která shromažďuje veškerá data od uživatelů a testovaných aplikací 
 Aplikace pro vyhodnocení shromážděných dat 
 Komunikační kanály, přes které by probíhala veškerá komunikace mezi předcházejícími 
částmi systému 
 
Dalšími požadavky na takový systém je univerzálnost ve smyslu širokého spektra aplikací, které 
budou testovatelné tímto systémem, a určitý stupeň modularity, který umožňují relativně jednoduché 
rozšíření o schopnost získávat nové informace z chování uživatele. Jedná se především o schopnost 
sběru dat z více různých periférií (klávesnice, myš, obraz apod.).  
 V dnešní době existuje pár systémů pro podporu testování, ale většina se zabývá pouze 
automatickým funkcionálním testování uživatelského rozhraní, nebo konkrétně jedné určité věci. 
Pramálo systému je koncipováno do částí, které jsou uvedeny výše, a umožňují stejné věci, o kterých 
se zde mluvilo. Tyto systémy bývají buď velice drahé a pro menší firmy tak nedostupné, nebo naopak 
jsou tvořeny společnostmi na míru a pro jejich vlastní produkty a potřeby. Stávají se tak skrytou a 
střeženou součástí jejich firemní kultury a know-how. Spousta takových systémů je vyvíjeno i 
v univerzitním prostředí, ale licence těchto produktů často volné také nebývají. 
Další kapitola se bude věnovat návrhu tohoto systém. Celý tento ekosystém byl nazván 
Human Behaviour Analytic Framework neboli HBA Framework – tento název bude používán napříč 
dalšími kapitolami. 
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3 Návrh a implementace frameworku 
HBA 
V této kapitole je představen koncept, který by měl dostatečně reflektovat požadavky kladené na celý 
systém. V další části se pak věnuji implementaci a návrhu jednotlivých prvků frameworku. Pro 
ilustraci a snazší pochopení jsou zde diagramy důležitých tříd. Hierarchii všech tříd s jejich 
společnými vztahy je možné si prohlédnout pouze na přiloženém DVD (díky velkému počtu tříd a 
jejich vzájemným vztahům jsem zvolil tuto formu přílohy). 
3.1 Koncept celého frameworku 
 
Na obrázku 9 jsou zobrazeny jednotlivé části systému, u kterých se pokusím vysvětlit jejich účel, 
technologické zázemí a proč si myslím, že je jejich návrh správný. 
 
 
 
Obrázek 9 : Schéma - HBA Framework 
 
 
Client environment 
Tato část se zabývá prvky systému, které jsou přítomny na klientském testovacím počítači či zařízení. 
Jejím úkolem je získat a předat data do serverové části systému. 
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 Testing application 
Jedná se o libovolnou aplikaci na kterékoli platformě, pro kterou bude existovat knihovna. 
o HBA Client library 
Tato knihovna bude obvykle psána v jazyce testované aplikace a to z toho důvodu, že 
tento (nativní) přístup má výhodu ve snadném užití např. grafických knihoven 
daného jazyka potažmo platformy. Pokud by byla knihovna distribuována formou 
API, které by bylo např. vystavěno na COM objektech v jazyce C/C++ potýkali 
bychom se s problémy, jak například u Javy získat informace o detailní struktuře 
formulářů apod. Z tohoto důvodu neexistuje žádná výchozí knihovna s API 
funkcemi, pouze navržený protokol, který je nutné při komunikace dodržovat. V této 
práci bude prezentována C# verze knihovny. Knihovna se dle konfigurace připojuje 
na HBA Proxy nebo přímo k HBA Serveru (ona sama rozdíl nepozná). Pomyslnou 
součástí klientské knihovny může být i volitelná cache (HBA Client cache), která 
zajišťuje ukládání dat, pokud je není možné hned odeslat apod. Tuto cache má ovšem 
plně v režii vývojář testované aplikace a sám musí zajistit její mechanismy.  V této 
práci je snaha o tzv. lightweight implementaci této knihovny, kdy vývojář testované 
aplikace není nucen implementovat algoritmy na získání dat přímo do aplikace nebo 
této knihovny. Knihovna slouží k přeposílání těch dat, o kterých ví pouze sama 
testovaná aplikace. Pro všechno ostatní lze použít HBA Proxy. 
 
 HBA Proxy 
Jedná se o tzv. system tray aplikaci, kterou lze nastavovat pomocí konfiguračního souboru, 
konfiguračních formulářů a připojením z klientské knihovny prostřednictvím konfiguračního 
kanálu (k tomu později). Důvodů k existenci HBA Proxy je několik. Prvních z nich je snaha 
předpřipravit většinu implementace jako získávání dat z myši, klávesnice, případně 
eyetrackingu do hotové aplikace. Uživatel, který pak chce HBA framework použít, není 
nucen implementovat tuto funkcionalitu ve své aplikaci. Dalším důvodem je už nativní 
podpora inteligentní správy dat, kdy data, která nemohou být odeslána, jsou automaticky 
swapována (odkládána) do paměti, později přímo na disk. HBA Proxy sama navazuje 
komunikaci s HBA Serverem a v případě úspěchu se snaží data znovu odeslat. Toto je 
výhodné v případě, kdy uživatel testuje aplikace tzv. offline, kdy např. nemá připojení 
k internetu, data nechce ztratit a rád by je později odeslal. Znatelnou výhodou této aplikace 
může být i fakt, že není distribuovaná formou sdílené knihovny, ale právě jako aplikace. Tak 
se předejde případným problémům s touto aplikací, kdy by teoreticky, jako sdílená knihovna, 
mohla způsobit pád testovaného systému. Praktické také je, že HBA Proxy umožní odesílání 
dat na pozadí systému a to i v tu chvíli, kdy testovaná aplikace již neběží. Stejně jako 
testovaná aplikace využívá pro komunikace HBA Client library, tak i HBA Proxy využívá 
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stejnou knihovnu pro komunikaci s HBA Serverem. Na stejném principu funguje i HBA 
Server, kdy jeho část (knihovna) starající se o příchozí připojení, je totožná s knihovnou 
použitou v HBA Proxy. Proxy je implementována za pomocí platformy .NET Framework a 
jazyka C#. Díky open source projektu Mono je možné aplikaci převést i na jiné (unixové) 
platformy. 
 
 HBA Protocol (TCP/IP Channel chunkes) 
Veškerá komunikace probíhá v rámci „kanálů“, které jsou navržené nad protokolem TCP/IP. 
Tento způsob, kdy jeden kanál je navržený pro myš, druhý pro klávesnici apod., je vhodný 
pro budoucí rozšíření o nové kanály („touch“ kanál apod.). Data odesílaná přes kanál jsou 
odesílána binárně (tedy žádné XML a textové formáty), tak aby se docílilo menšího datového 
toku. Při zahájení komunikace mezi klientem a serverem se požaduje triviální handshake, 
který umožní rozpoznat, zda se jedná o kompatibilní aplikaci. 
 
Server environment 
V této části systému je úkolem shromáždit získaná data a umožnit jejich následné vyhodnocení. 
 
 HBA Server  
HBA Server je služba běžící v systému, psána v jazyce C# (není nutné, aby server běžel pod 
jinými platformami a proto lze využít konkrétní implementaci „služby“ pro systém Windows, 
která sama o sobě přenositelná není). Komunikace využívá již známých principů z již 
popisovaných částí systému. Úkolem serveru je přijímat data, rozpoznat je, případně je 
bufferovat (dočasně uložit) a nakonec ukládat do databáze. 
 
 Databáze (Firebird) 
K uložení dat je použita relační databáze Firebird. Hlavním důvodem k jejímu výběru jsou 
profesionální vlastnosti umožňující kvalitní vývoj databázových aplikací (uložené procedury, 
triggery, dotazy nad procedurami, domény, UDF funkce atd.), dostupnost kvalitních nástrojů 
pro správu této databáze a zkušenosti. 
 
 HBA Analytics Tools, HBA Player 
Jedná se o aplikace pro podporu vyhodnocení, zpracování a validace dat uložených v 
databázi. Jako implementační jazyk nástrojů byl, pro jednotnost, zvolen také C# (více 
informací o tomto jazyku je k dispozici v knize [7]) 
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3.2 HBA Client Library 
V této kapitole bude popsána odlehčená implementace klientské knihovny v jazyce C# se zaměřením 
na WinForms. Další rozšiřující funkce jsou součástí až implementace HBA Proxy. Tato knihovna je 
navržena tak, aby ji bylo možné přidat do kterékoliv aplikace, jež se připojuje k frameworku HBA. Ta 
samá knihovna bude linkována i k HBA Proxy při připojení k HBA Serveru. Na následujícím obrázku 
jsou zobrazeny třídy této knihovny. Pro přehlednost jsou vynechány třídy zabývající se logovacím 
systémem a různými wrappery nad funkcemi operačního systému.  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Obrázek 10 : Hlavní třídy klientské knihovny 
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Stěžejní třídou knihovny je třída HBAClient, ta ať už přímo nebo nepřímo zapouzdřuje všechny 
ostatní. Instance této třídy umožňuje pomocí metody Connect(), resp. Disconnect() spravovat 
připojení k serverovému protějšku. Při připojení k serveru se vytvoří nové vlákno, v němž je zavolána 
metoda ProcessClient(), která má na starosti udržování spojení se serverem a odesílání 
„nabufferovaných“ dat ve správném pořadí. Při výpadcích spojení se implementace pokouší 
opakovaně navázat spojení tak, aby uživatel nic nepoznal. Metody RegisterChannel() a 
UnregisterChannel() slouží ke správě aktivních kanálů (zaregistrují se pouze ty kanály, které uživatel 
plánuje používat).  
 Každý kanál implementuje rozraní IChannel, které si vynucuje přítomnost metod Start(), 
Stop(), ForceSend(). Díky těmto metodám je možné kanál aktivovat, deaktivovat, případně přinutit jej 
k okamžitému odeslání všech lokálně uložených dat. Zmíněné metody jsou určené hlavně pro interní 
využití (hlavně registračním systémem), jejich přímé použití se hodí pouze pro zvláštní a 
nestandardní situace. Pro běžné využití obsahují implementované kanály své specifické metody 
(PrepareLayoutData(), LayoutDataChannel() apod.) k získání potřebných dat, která se následně 
odešlou do bufferu dočasného uložiště BaseStorage. Pokud je to u kanálu zapotřebí, běží ve svém 
vlastním vlákně nebo formou tzv. callbacku. Všechny kanály také disponují událostí DataAvailable, 
která signalizuje připravená data k odeslání resp. k uložení dat do bufferu. Před vyvoláním této 
události, jsou data zformována do binární podoby předepsané protokolem HBA. Pro formátování 
hlavičky dat, kterou mají všechny kanály strukturálně shodnou, se využívá statická třída 
HeaderEncoder. V této třídě jsou nadefinovány konstanty, které mohou být použity napříč všemi 
kanály, ale také metody na zápis a čtení údajů z hlavičky.  
 Třída BaseStorage zde reprezentuje dočasné uložiště (vnitřně implementované jako fronta), 
do kterého se ukládají data zpracovaná všemi kanály. Tato třída řeší synchronizaci různých vláken 
přistupujících k bufferu a při ukládání těchto zpráv je rovnou i čísluje. Číslování zpráv je záležitostí 
HBA protokolu a bude objasněno později. Velikost uložiště je stanovená konstantou. Tuto třídu je 
možné rozšířit o další funkcionalitu tak, jak bude ukázáno v kapitole věnující se HBA Proxy.  
 Všechny kanály podporují možnost komprese dat bez hlavičky. Tato vlastnost se nastavuje 
zvlášť pro každý kanál při jeho registraci. Kompresi zajišťuje třída Compression a její implementace 
využívá komprimační algoritmy z volně dostupné verze knihovny zlib. 
3.3 HBA Server 
Stejně jako klientské prostředí, které je složené z testovaného systému a klientské HBA knihovny, tak 
i server lze rozložit na servisní službu běžící nad operačním systémem a serverovou HBA knihovnu, 
která implementuje komunikační protokol a umožňuje tak klient-server spojení. HBA Server Library 
je tedy využita v HBA Server službě ale i v HBA Proxy, která se pro klienty tváří také jako server. 
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Celé toto rozložení na znovupoužitelné komponenty je záležitost této C# implementace a každý si při 
své implementaci může zvolit libovolnou cestu, pokud bude splňovat pravidla protokolu. 
3.3.1 HBA Server Library 
Důležité třídy této knihovny popisuje obrázek 11. Kosterní třídou celé knihovny je, podobně jak u 
klientské knihovny, třída HBAServer. Instance této třídy začne naslouchat příchozím požadavkům na 
nastaveném portu a zároveň vyvolá metodu WaitForClient(), která běží ve vlastním vlákně. Tato 
metoda čeká na nové připojení, kterému po identifikaci vytvoří další vlákno (každý klient má vlastní 
vlákno). Veškerá komunikace s klientem pak probíhá uvnitř metody ClientProcessing(), dokud ji 
jedna strana nepřeruší.  
 Třída implementuje dvě důležité události a to ClientLogout a ReceivedData. Ta první 
signalizuje serveru to, že se klient odpojil a jaký klient to byl, čímž je umožněno odstranit veškeré 
dočasné struktury, které si server pro klienta připravil (log buffer, čítač odeslaných bloků apod.). 
Druhá událost slouží k signalizaci příchozích dat zpracovaných vlastním vláknem v metodě 
ClientProcessing(). 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Obrázek 11 : Hlavní třídy serverové knihovny 
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Tato knihovna obsahuje i datové struktury a třídy pro dekódování přijatých dat (viz obrázek 12), ale 
samotné dekódování neprobíhá v knihovně, ale na požadavek hostitelské aplikace před uložením do 
databáze nebo dalším zpracováním. Pro každý kanál existuje většinou jedna statická třída disponující 
veřejnou metodou Decode(), jejímž vstupem je pole bytů a výstupem příslušná třída pro data kanálu 
(LayoutData, Action, ImageData atd.), která je potomkem třídy BaseChannel nesoucí společnou 
hlavičku paketu. Pokud v následujících částech práce použiji termíny jako „layout data“ nebo „image 
data“, myslím tím data příslušná kanálům reprezentovanými třídami LayoutData a ImageData.   
 
 
Obrázek 12 : Datové struktury kanálů 
 
3.3.2 HBA Server služba 
HBA Server je implementovaný jako systémová služba pod operačním systémem Windows. To má 
za výhodu to, že služba jako taková běží na pozadí systému nezávisle na přihlášených účtech a není 
třeba se obávat jejího vypnutí, pokud není v plánu restart nebo vypnutí celého počítače. Předpokládá 
se i větší stabilita služby, protože na rozdíl od ostatních uživatelských aplikací nemá služba ve 
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výchozím nastavení žádné grafické rozhraní a běží bez přímé interakce s uživatelem. Služby se 
programují trošku jiným způsobem než obyčejné vláknové aplikace. Je dobré myslet na to, že služba 
běží celou dobu na pozadí systému a je tedy nevhodné ji zatěžovat nekonečnými cykly apod. Služba 
by měla reagovat na určité „signály“, které změní její stav (spustí nebo ukončí nějaké zpracování). Ve 
zbytku času by měla čekat, „být ve střehu“ a co nejméně zatěžovat procesor, pokud nemá nic na 
práci. Stejným způsobem funguje i tato služba, která je spuštěna automaticky po startu operačního 
systému, a pomocí HBA Server Library vytvoří sezení a pasivně čeká na příchozí požadavky.  
 Vstupní branou je třída Program, která ve své metodě Main() vytvoří instanci samotné 
služby. Služba v operačním systému Windows je reprezentována potomkem třídy ServiceBase a 
vynucuje implementaci základních metod OnStart() a OnStop(), které ovládají běh samotné služby. 
Součástí této třídy jsou i vlastnosti, jejichž nastavením předáváme operačnímu systému informace o 
názvu služby, o výchozím účtu, pod kterým služba běží, apod. V metodě OnStart() je vytvořena 
instance třídy HBAServer (viz obrázek 13) a její událost ReceivedData je navázána na metodu 
ServerReceivedData (viz následující schéma). 
 
 
Obrázek 13 : Schéma tříd serverové služby 
 
V této metodě se předávají získaná klientská data do databázového provideru DatabaseProvider. Tato 
třída má na starosti zpracování všech příchozích požadavků od různých klientů v pořadí v jakém 
přišly. Jedná se o zachování pořadí částí dat od jednoho klienta, mixovat data různých klientů je 
možné. Celý provider běží ve vlastním vlákně a uložiště dat principem odpovídá frontě. Provider 
implementuje synchronizační mechanizmy k přístupu ke sdílenému bufferu a sám kontroluje 
dostupnost dat k dalšímu zpracování. Pokud nejsou žádná data k dispozici, je většinu času vlákno 
uspané. Pokud jsou data k dispozici, provider v metodě Processing() provede dekódování hlavičky a 
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rozpoznání kanálu, ke kterému data přísluší. Zároveň se kontrolují i data v hlavičce tak, aby splňovaly 
požadavky protokolu a bylo je možné zpracovat (číslo zprávy v rámci instance, dostupnost 
předchozích dat, na které by se mělo navazovat, apod.). Po dekódování typu kanálu jsou dekódována 
(případně rozbalena) i data uvnitř poslané struktury a po jejich validaci jsou využity třídy ze 
serverové knihovny pro jejich reprezentaci. Ty jsou následně předány statické třídě Database 
k uložení do databáze. Třída Database prostřednictvím předpřipravených metod pro ukládání 
kanálových dat zapouzdřuje připojení k databázi a přepsáním nebo rozšířením těchto metod umožňuje 
napojení frameworku na zcela jiný databázový engine. 
 Součástí serverové služby je konfigurační XML soubor, pomocí kterého se načítají potřebná 
nastavení. O načtení všech nastavení se stará statická třída Settings, která volá svoji metodu 
LoadConfiguration() už v konstruktoru služby HBAServerService. Třída získanými daty naplní svou 
podtřídu Settings.Database, kde jsou formou veřejných atributů dostupné všechny informace o 
připojení k databázi. Ačkoli se toto rozdělení na podtřídy může zdát nyní zbytečné, v budoucnu půjde 
snadno rozšířit a napomůže k přehlednosti.  
 Při implementaci HBA Serveru byl kladen důraz na jeho robustnost. Místa, kde by mohl 
server vlivem okolností havarovat nebo reagovat neadekvátně, má ošetřené a namísto ukončení 
aplikace preferuje zalogování chyby a pokračování v práci (pokud je to možné). 
3.4 HBA Proxy 
Způsob a šíře implementace klientské knihovny se opírá právě o existenci této proxy, která na sebe 
váže zbytek nutné implementace a lze ji i nadále rozšiřovat. Princip celé proxy tkví v tzv. černé 
skříňce, kterou implementátoři pouze obsluhují a nestarají se o získávání a zpracování dat, které 
poskytuje. HBA Proxy je napsaná v C# a ke svému chodu vyžaduje .NET Framework ve verzi 3.5. 
Tuto proxy je tedy možné využít k jakékoli aplikaci běžící pod operačním systémem Windows, který 
má nainstalovanou dostatečnou verzi .NET Frameworku.  
 HBA Proxy je „system tray“ aplikace, která se vyznačuje tím, že neběží v konzolovém okně, 
ani nemá svůj vlastní hlavní formulář (jak tomu často bývá), ale její běh je signalizován ikonkou (v 
tomto případě „oka“) v panelu Start. Prostřednictvím této ikonky lze vyvolat kontextovou nabídku a 
z té až spustit např. konfigurační formuláře, kontrolní výpisy apod. Tato konkrétní verze proxy nabízí 
jen formulář pro kontrolní výpisy a žádné další konfigurace nebyly potřeba. Na proxy je zajímavé to, 
že využívá jak klientskou knihovnu k připojení, tak serverovou knihovnu, aby sama mohla 
naslouchat.  
 Hlavní třídou celé proxy je HBAProxy. V konstruktoru této třídy je inicializace načtení 
nastavení z XML souboru (podobně jako u serveru). V konfiguračním souboru je nutné nastavit 
parametry jednotlivých kanálů. V prvé řadě jejich zapnutí/vypnutí, kompresi, u snímání pohybu myši 
jeho intervaly, velikost lokální paměti pro data před odesláním apod. Kromě nastavení jednotlivých 
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kanálů se zde nastavují i parametry samotné proxy (port, na kterém naslouchá, velikost dočasných dat 
v paměti, od kterých se už data ukládají do filesystému apod.). Mimo to je nutné nastavit i IP adresu a 
port, na kterém naslouchá HBA Server, případně jiná HBA Proxy.  
 
 
 
Obrázek 14 : Hlavní třídy proxy 
 
Stejně tak se v konstruktoru inicializují a nastaví výše zmíněné knihovny. Pomocí HBA Server 
Library začne proxy naslouchat na výchozím portu a zároveň si namapuje známé události 
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ClientLogout a ReceivedData na své metody. Zejména druhá zmíněná událost je důležitá v tom 
smyslu, že přihlašuje klienta k odběru dat z proxy. Proxy si z hlavičky dat zjistí identifikaci klienta, 
zapamatuje si ho a data z kanálu, které ona spravuje, přizpůsobí také jemu. Odhlášení klienta probíhá 
pomocí události ClientLogout. HBA Client Library je zde použita stejným způsobem jako v testované 
aplikaci včetně registrace kanálů, které jsou v proxy k dispozici. Jediným krokem navíc je registrace 
události DataPreprocessing, kterou testovaný klient implicitně využívat nemusí. Pomocí namapování 
této události na metodu ClientDataPreprocessing()  (viz obrázek 14), lze odchytit datový paket 
(například informací z klávesnice) ještě před jeho odesláním. Díky tomu lze takový paket duplikovat, 
změnit hlavičky podle přihlášených „odběratelů“ a vytvořit efekt podobný broadcastu (odeslat stejná 
data hned několikrát). 
Další odlišnosti je použití jiného systému pro dočasné ukládání dat. V klientské knihovně je 
implementováno pomocí třídy BaseStorage, zde pomocí ProxyStorage, které z BaseStorage dědí a 
rozšiřuje jej. Rozšíření spočívá v ukládání dat, která se nestačila odeslat, na disk. K této situaci může 
dojít, pokud nastavíme sdílený buffer pro data v paměti příliš malý a provoz na proxy je objemnější 
než se předpokládalo, nebo pokud proxy ztratila spojení s HBA Serverem a data si ukládá z důvodu 
zachování konzistence. Z hlediska funkcionality navenek se nemění nic a klientská knihovna rozdíl 
nepozná. Důležitým předpokladem správné funkcionality je to, že uživatelská data uložená v souboru 
mají přednost před těmi, co teprve proxy vygeneruje od jednoho a toho stejného klienta.  
 V této implementaci poskytuje proxy datové kanály pro myš a klávesnici. Koncepčně se 
počítá i s podporou eyetrackingu, který ovšem nemá implementovanou část získávání dat z patřičných 
periférií. Třídy datových kanálů využívají stejné rozhraní, jako tomu bylo u klientské knihovny a 
stejně tak běží ve vlastním vláknu.  
 Jako v případě testované aplikace tak i zde proxy využívá vlastnosti klientské knihovny a při 
přerušení spojení se serverem se opakovaně pokouší, v určitých časových intervalech, o nový kontakt. 
To vše na pozadí a bez interakce s uživatelem. 
3.5 HBA Protocol 
Nejdůležitější částí celého HBA Frameworku je jeho protokol. Dodržení tohoto protokolu umožní 
vytvořit klientské knihovny ale i proxy aplikace pro odlišné operační systémy a architektury. Popis 
protokolu lze rozdělit do třech logických částí – komunikace, hlavička datového paketu, a struktura 
kanálu. Jednotlivým částím se budu věnovat v dalších kapitolách 
3.5.1 Komunikace 
Komunikace v rámci HBA Frameworku probíhá nad TCP/IP síťovým protokolem (viz [8]). Jeho 
výhodou je, že sám implementuje mechanizmy pro spolehlivé doručení dat a to v pořadí, ve kterém 
byly odeslány. V opačném případě by bylo nutné podobný mechanismus implementovat nad 
  34 
protokolem UDP. Výsledkem by možná byla o něco menší datová režie, která by ovšem ve 
výsledném provozu představovala mizivé procento.  
 Výchozím portem pro komunikaci se serverem byl zvolen 6950. Při navázání spojení mezi 
serverem a klientem je vyžadován jednoduchý „handshake“, kdy se klient hlásí do HBA sítě a 
zároveň dostává potřebná data ze serveru, aby spolu mohly spolupracovat. Textová data jsou 
převedena do binárních za pomoci klasické ASCII tabulky. 
 
Vzorová komunikace dle protokolu probíhá v následujících krocích: 
 
1. Klient naváže spojení se serverem 
2. Klient odešle pozdrav textovou zprávou: „hba“ 
3. Server odpoví uvítací zprávou: „ok:BUFFERSIZE“,   
kde BUFFERSIZE je maximální velikost datového bloku reprezentována 4 bajty. Této 
velikosti je pak nutné přizpůsobit veškeré odesílané struktury prostřednictvím klientské 
knihovny tak, aby se sjednotily velikosti bufferů na serveru a na klientovi. 
4. Klient odesílá první datový blok  
Datovým blokem se rozumí hlavička protokolu HBA a data některého kanálu s celkovou 
velikostí do BUFFERSIZE. 
5. Server přijímá data do té doby, dokud jsou nějaká k dispozici 
6. Server odešle klientovi potvrzení ve formě počtu přijatých bytů (např: „8192“) 
7. Klient kontroluje odeslané byty 
Případně odesílá stejná data znovu. Server v této chvíli zahazuje shodná data (viz hlavička 
protokolu) a odesílá potvrzení 
8. Klient odesílá další data a pokračuje krokem 4 nebo ukončí spojení v kroku 9 
9. Klient odesílá poslední odhlašovací datový blok (viz protokol), kterým ukončuje sezení a 
zavírá spojení. 
 
Potvrzování odeslaných paketů je zde zavedeno ze dvou důvodů. Jeden z nich je kontrolní a to proto, 
že se i v TCP/IP síti stane, že některá data nedorazí vůbec. Druhým důvodem je možné zahlcení 
síťového bufferu serveru, který v té situaci hlásí „žádná další data k dispozici“ a předá plný buffer 
k dalšímu zpracování (např. pět a půl paketu). Zde by bylo nutné vytvořit parser na datové pakety a 
další buffery pro X možných připojení na ukládání částí paketů, které nepřišly celé. Takový systém 
by mohl být náchylný na chyby – hlavně v situacích, kdy by klient odesílal data mnohonásobně 
rychleji (ztrátovost).  
 Výchozí velikost datových paketů v implementaci HBA Serveru je 8192 bajtů. Velikost byla 
zvolena experimentálně s ohledem na propustnost sítě a režii TCP/IP protokolu v závislosti na 
možném znovu zasílání objemnější dat. 
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3.5.2 HBA datový paket 
HBA datovým paketem se rozumí základní binární struktura, která se předává při veškeré 
komunikace v rámci HBA Frameworku (vyjma úvodního handshaku). Všechny pakety mají 
společnou hlavičku o velikosti 67 bajtů. V následující tabulce je znázorněna její struktura. 
 
Channel type (1 byte) Channel subtype (1 byte) 
Aplication ID (4 bytes) Application version (8 bytes) 
Client GUID (16 bytes) Instance GUID (16 bytes) 
Instance message No. (4 bytes) Timestamp (8 bytes) 
Block No. (2 bytes) Block count (2 bytes) 
Block size (4 bytes) Compression flag (1 byte) 
Data 
(server’s buffer size – header) 
 
Jednotlivé bajty všech položek hlavičky jsou na sebe vázány ve směru zleva doprava a shora dolů (viz 
předchozí tabulka). Pro lepší pochopení principů, které jsou použity v HBA protokolu, je vhodné 
vysvětlit, k čemu slouží jednotlivé položky v hlavičce paketu.  
 
Channel type  
Pomocí datového typu byte, lze využít protokol pro zasílání až 255 užitečných kanálů (Kanál 0 je 
vyhrazen pro interní komunikace mezi klientem a serverem).  
 
Channel subtype  
Díky tomuto příznaku může mít jeden kanál až 256 variant. Momentálně není toto pole moc 
využíváno, ale v budoucnu může umožnit zvolit si specifické chování a výběr z více verzí. 
 
Application ID 
Slouží jako číselný identifikátor testované aplikace. V situaci, kdy je požadavkem testovat více 
nasazených aplikací, zvolíme každé aplikaci jedinečný číselný identifikátor. Toto pole by nemělo být 
využíváno k oddělení většího počtu verzí stejné aplikace. Jedná se o typ unsigned integer. 
 
Application version 
Naopak toto pole (long) je výhradně určeno k verzování testované aplikace. Ulehčuje tak porovnání 
jednotlivých verzí testovaného softwaru mnohem jednodušeji než kdyby testovaná aplikace posílala 
např. svou verzi v rámci akčního kanálu. 
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Client GUID 
Klientské GUID slouží k jednoznačné identifikaci uživatele a po prvním spuštění by se už nemělo 
měnit. Umožňuje (anonymně) sledovat vývoj v chování určitého uživatele, případné vyřazení 
konkrétního uživatele z analýz apod. 
 
Instance GUID 
Aby bylo možné rozpoznat a správně přiřadit data k několika spuštěným aplikacím pod jedním 
uživatelem, je nutné, aby se při každém spuštění aplikace (na rozdíl od Client GUID) vytvořilo nové 
Instance GUID a trvalo po celou dobu spuštění aplikace. Díky Instance GUID lze tedy od sebe oddělit 
a filtrovat jednotlivé pracovní sekvence.  
 
Instance message No. 
V rámci komunikace mohou, i přes použití protokolu TCP/IP, nastat dva nestandardní případy. 
V prvním případě dojdou serveru např. dvakrát stejná data, v druhém můžou některá data chybět. 
Může to být vlivem výpadku proudu, vytažením internetového kabelu, chyba v klientské aplikaci, pád 
systému apod. Pro zajištění určité konzistence dat je každá hlavička paketu opatřena jedinečným 
číslem (unsigned integer) v rámci spuštěné instance. Tedy těsně předtím než je paket odeslán k 
serveru, je mu přiřazeno toto číslo. Server si ukládá aktuální čísla pro klienta a jeho instanci do své 
paměti. V případě příchodu paketu si ověří, zda číslo odpovídá a nepřerušuje posloupnost. Pokud 
server zjistí, že číslo instance se nezměnilo a došla mu stejná data, zahodí je a čeká dál. Naopak, 
pokud bude číslo vyšší než je vyžadované (některá data pravděpodobně nepřišla), přizpůsobí se mu a 
vyprázdní všechny buffery vázané k této instanci. Následně pokračuje v dalším přijímání a veškeré 
nesmysly (konce obrázků apod.) zahazuje. Číslování instancí je možné začít jakýmkoliv číslem (s 
ohledem na délku instancí). 
 
Timestamp  
Jedná se o časové razítko, které značí dobu získání dat. Nejedná se o čas, kdy byl vytvořen nebo 
odeslán paket (tyto časy se mohou lišit). V případě obrázku, který je odesílán hned několika pakety, 
budou všechny obsahovat stejné časové razítko. Čas je zde reprezentován 8 bajtovým číslem (long) a 
je ukládán jako počet milisekund od data 1.1 0001. Ve Windows a .NET Frameworku dostupné jako  
DateTime.Now.Ticks / 10.000. 
 
Block No.  
Získaná data se odesílají formou bloků (v tuto chvíli blok = HBA paket). Například rozsáhlá layout 
data se nemusejí vměstnat do jednoho bloku (serverem stanovená velikost bufferu) a proto se bloků 
odesílá hned několik. Aby se vědělo, jak byla data rozdělena a jak je zase složit, bylo nutné přidat toto 
pole (unsigned short), které určuje pozici bloku v celkovém počtu. Číslování začíná od 1. 
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Block count 
Pole (unsigned short), které nese informaci o celkovém počtu bloků, na které byla data rozdělena. 
Server si tak alokuje potřebnou paměť a jednoduše pozná, kdy jsou data kompletní. 
 
Block size 
Jedná se o velikost (unsigned integer) dat za hlavičkou paketu. Maximální velikost celého paketu je 
dána velikostí serverového bufferu a maximální velikost posílaných dat je pak závislá na rozdílu 
velikosti serverového bufferu a hlavičky paketu. 
 
Compression flag 
Pomocí tohoto flagu (byte) server zjišťuje, zda jsou data za hlavičkou komprimována. Ve stávající 
implementaci jsou podporovány 2 módy:  0 – bez komprese, 1- s kompresí. V budoucnu je možné 
využít zbylý prostor, který datový typ byte poskytuje a zavést více druhů kompresí. 
 
Data 
Hlavní data, která už nejsou součástí hlavičky. Formát a struktura těchto dat je potom závislá na 
pravidlech jednotlivých kanálů (Channel type/subtype). 
 
3.5.3 HBA kanály 
HBA kanálem se rozumí množina HBA paketů, které mají v hlavičce společný Channel type. 
V následujících podkapitolách bych rád popsal pravidla skladby a používané datové typy 
implementovaných kanálů. 
Control channel 
Kontrolní kanál je specifický tím, že pole pro data nechává prázdná a pro komunikaci se využívá 
samotná hlavička. Účelem tohoto kanálu je registrovat a odhlašovat klienta (oboje funkce jsou u HBA 
Proxy nutné a klient by je měl podporovat). Server pro svůj optimální chod využívá pouze 
odhlašování (není nutné, jak u proxy, odebírat registrované kanály). Jak mohou vypadat data 
v hlavičce, ukazuje následující tabulka:  
 
Přihlášení 
(obvykle první paket) 
Channel type : 0 
Channel subtype : 1 
Odhlášení 
(obvykle poslední paket) 
Channel type : 0 
Channel subtype : 255 
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Momentálně proxy poskytuje všem klientům stejné kanály (které se nastavují jednotně v jejím 
konfiguračním souboru) a klient tak nemá možnost říci, jaké kanály by chtěl odebírat právě on. 
V budoucnu je možné pro tuto funkcionalitu využít právě samotná data řídícího paketu.  
Action channel  
Tento kanál slouží k zasílání událostí, které byly v testované aplikaci vyvolány (ať už manuálně nebo 
v závislosti na nějaké akci).  
 
Channel type 10 
Data nazevAkce$parametr1$hodnota$parametr2$hodnota 
 
V tabulce je vidět formát dat, která jsou v tomto případě odesílána formou textového řetězce 
(převedeného do binární podoby). Jako oddělovač byl zvolen znak dolaru, který se nesmí vyskytovat 
v žádné z ostatních částí. První část je rezervována na jméno vyvolané akce a zbytek je volitelný. 
Pokud má akce své parametry, přidávají se za jméno akce a oddělovač, střídavě jméno parametru a 
hodnota (viz. tabulka výše). 
LayoutData channel  
Úkolem tohoto kanálu je předávat informace o rozložení komponent v testované aplikaci. Z důvodu 
dynamického obsahu byla zvolena, stejně jako u kanálu akcí, textová reprezentace bez zbytečných 
mezer převedená do pole bytů. 
 
Channel type 40 
Data 
1920:1080:relative|formular[x,y,width,height]( 
button[x1,y1,w1,h1]; 
button[x2,y2,w2,h2]; 
 canvas[x3,y3,w3,h3]( 
                       button[cx3,cy3,cw3,ch3]; 
                        textedit[cx3,cy3,cw3,ch3]) 
                                  textedit[x4,y4,w3,h3]); 
                                 formular2[xx,yy,ww,hh] 
 
V hlavičce textových dat je rozlišení monitoru (šířka:výška). Pokud klientská aplikace běží na 
systému s více připojenými monitory, rozměry se sčítají tak, aby pokryly celou plochu. Dalším 
parametrem je relative/absolute. Tento přepínač určuje význam všech pozic v textu. V případě 
relative vyjadřují hodnoty (mimo těch u kořenových prvků) relativní vzdálenost od svého 
nadřazeného prvku. V případě absolute jsou všude uvedeny hodnoty absolutně od levého horního 
okraje obrazovky. Tato hlavička je oddělena svislou čárou a za ní následuje rekurzivní struktura 
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komponent tvořící pomyslný strom. Pozice a rozměry jsou celočíselné hodnoty (v pixelech) odděleny 
čárkami. 
 Každý prvek (formulář, komponenta apod.) musí mít název. Za názvem následují hranaté 
závorky, v nichž jsou údaje o vzdálenosti od horní hrany, vzdálenosti od levé hrany, šířka a výška. 
Pokud má prvek nějaké „potomky“ (vlastní komponenty), uvede je stejným způsob do jednoduchých 
závorek (př.: mamPotomky[x,y,width,height](potomek1[…];potomek2[…])). Všechny prvky na stejné 
úrovni se od sebe oddělují středníkem.  
 Ukázka (v tabulce výše) posílá data z monitoru o rozlišení 1920x1080. Pozice jednotlivých 
prvků jsou vůči sobě relativní a jedná se o aplikaci tvořenou dvěma hlavními formuláři (okny), 
přičemž první formulář obsahuje 2 tlačítka, jeden textedit a kontejner canvas, ve kterém je také 
tlačítko a textedit, a druhý formulář je prázdný.  
ImageData channel  
Kanál slouží k předávání obrazové informace. Na rozdíl od předchozích kanálů má tento, v části pro 
data, svoji pevnou hlavičku. Tato hlavička se skládá z informací o rozlišení obrazovky a o rozměrech 
a pozici posílaného obrázku. 
Channel type 50 
Data 
Rozlišení monitoru - šířka (short) 1920 
Rozlišení monitoru - výška (short) 1080 
Odstup od levého kraje (short) 0 
Odstup od horního okraje (short) 0 
Šířka obrázku (short) 1920 
Výška obrázku (short) 1080 
Obrázek (bytes) 
 
V tabulce je znázorněna situace, kdy je snímán obraz celé obrazovky. V některých případech může 
být žádané snímat pouze plochu, kterou testovaná aplikace skutečně zaobírá, a tomu jsou i 
přizpůsobené možnosti. Současná implementace podporuje posílání PNG obrázků různých bitových 
hloubek. 
 V případě, že musí být zpráva rozdělena do více paketů, je pevná hlavička obrazových dat 
vložena pouze do prvního z nich.  
Keyboard channel  
Pomocí tohoto kanálu jsou přenášeny informace o stisknutých (a puštěných - záleží na klientovi) 
klávesách. Součástí odesílaných dat jsou statické paměťové segmenty, které se mohou v rámci dat 
jednoho paketu i opakovat. (viz následující tabulka). 
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Channel type 20 
Data 
Časový rozdíl (long) 0 
Typ akce (byte) 0 
Klávesa (short) 34 
Časový rozdíl (long) 35444 
Typ akce (byte) 1 
Klávesa (short) 34 
… 
 
Typ akce u klávesnice nabývá hodnot: 0 – stisknutá klávesa, 1 – puštěná klávesa. Číselné ohodnocení 
kláves je čistě na implementátorovi a na tom, kdo bude data vyhodnocovat. V tomto projektu 
využívám číselnou reprezentaci používanou ve WinAPI rozhraní systému Windows. Časový rozdíl 
značí počet milisekund, které uplynuly od první akce v seznamu. Pokud je stisk klávesy, zde 
s číselným označením 34, první v daném paketu, čas se bude shodovat s časovou známkou v hlavičce 
paketu a rozdíl bude nulový. Další data ve stejném paketu se dopočítají jako rozdíl aktuálního času a 
času v hlavičce paketu. Informací o stisknuté resp. puštěné klávese může být v paketu více, ale je 
třeba myslet na to, že stisky kláves nebývají tak časté jako pohyb myši a pokud se bude čekat na 
naplnění celého bufferu k odeslání, může se stát, že se vyskytne neočekávaná chyba a všechna data se 
ztratí. Přiložená implementace klientské knihovny pro WinForms odesílá klávesy hned. 
Mouse channel 
Mouse channel funguje na stejném principu jako Keyboard channel, s tím rozdílem, že posílaná dat 
jsou přizpůsobená pro informace z myši. Typ akce může nabývat těchto hodnot.  
 
Channel type 30 
Data 
Časový rozdíl (long) 0 
Typ akce (byte) 4 
Pozice X (short) 356 
Pozice Y (short) 630 
Časový rozdíl (long) 5601 
Typ akce (byte) 0 
Pozice X (short) 780 
Pozice Y (short) 912 
… 
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Snímání myši je implementováno v HBA Proxy, kde lze v konfiguračním souboru nastavit intervaly 
sběru nových dat. V případě, že se jedná např. o nepřetržitý pohyb, je takové chování nutností. 
Eyetracking channel 
Tento kanál vychází kompletně z návrhu kanálu myši, jediným rozdílem je absence pole „Typ akce“, 
který nemá v eyetrackingu opodstatnění, a datový typ časového rozdílu (ushort – předpokládá se 
vysoká aktivita a nízké rozdíly). 
3.6 Návrh centrální databáze 
Jak již bylo zmíněno, o veškerá data se stará databázový engine Firebird (více informací o tomto 
databázovém enginu je se možné získat v knize [9]). Jedním z důvodů pro tuto volbu byly především 
profesionální vlastnosti, které u jiných volně dostupných řešení chybí. Jedná se například o podporu 
vlastních datových typů (domény), uložené procedury, ze kterých lze přímo dělat dotazy (tak jak 
tomu bývá mnohdy pouze u pohledů), triggery, UDF funkce, rekurzivní dotazy apod. Neméně 
důležitý je i fakt, že se jedná o volně dostupný databázový systém (licencován jako IDPL, varianta 
veřejné licence MPL společnosti Mozilla), a lze jej tedy využít bez poplatků i v komerčních 
projektech. Alternativou by mohly být databáze jako Mysql, PostgreSQL nebo MSSQL 2008/2012 
R2 Express. MSSQL databáze je ve své neplacené Express verzi nepřijatelná díky omezením na počet 
využitých procesorů (1), velikost využité paměti (1 GB) a maximální velikostí databáze (5-10GB). 
Ostatní databáze přináší menší funkcionalitu nebo menší výkon (hlavně pod operačními systémy 
Windows), kde může být Firebird někdy i více než 2x rychlejší. Orientačnímu srovnání výkonnosti se 
věnoval pan Ján Šuňavec ve svém článku [10], kde srovnává výkon jednotlivých databázových 
enginů v jejich předchozích verzích (ačkoli je verze Firebirdu 1.5 stále podporována, dnes se využívá 
hlavně 2.0 a 2.5, které přináší další výkonnostní zlepšení, stejně jak je tomu u konkurence). 
Při návrhu struktury centrální databáze byl kladen největší důraz na výkonnost a to v oblasti 
ukládání dat do databáze. Vyhodnocení a procházení dat uložených v databázi představuje velmi malé 
procento celkového využití databáze. Většinu času tak stráví databáze ukládáním dat z klientských 
zařízení. Z praktických důvodů jsem byl nucen upustit od zvyklostí a „správných“ způsobů tvorby 
struktury databáze a redukovat tak vztahy mezi jednotlivými tabulkami s minimálním využitím 
indexů.  
Stisknuté levé tlačítko 0 
Puštěné levé tlačítko 1 
Stisknuté pravé tlačítko 2 
Puštěné pravé tlačítko 3 
Pohyb myši 4 
Kolečko myši 5 
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Protože se pomocí každého kanálu přenáší jiné informace v různém počtu, byla pro každý kanál 
vytvořena vlastní tabulka, která přímo pracuje s datovými typy kanálu a není tak problém tvořit 
složitější dotazy přímo v databázi. V opačném případě, kdy by veškerá data byla v jedné tabulce, by 
se bylo možné dostat do situace, kdy by se muselo řešit, jak daná data univerzálně uložit a jak je 
později dotazovat. Takové řešení se ukázalo jako nereálné a velice komplikované pro další 
zpracování. Každý HBA kanál ve svém paketu obsahuje společnou hlavičku, zde je právě ta situace, 
kdy by se vybízelo vytvořit pro takovou strukturu skupinu dalších tabulek a ostatní tabulky k nim 
vázat pomocí cizích klíčů. Mohly by tak vzniknout tabulky pro ukládání klientů (Client GUID), 
instancí (Instance GUID) apod. Toto řešení by bylo elegantní, zamezilo by zbytečným duplicitám dat 
a umožnilo pohodlnější tvorbu dotazů přes více tabulek. Nicméně se toto řešení ukázalo jako 
omezující. Omezující právě v ukládání dat do databáze, které zabírá majoritní čas v jejím celkovém 
běhu. Důvod je následující. Při vkládání nových informací do tabulky by bylo nutné zjišťovat, zda již 
uživatel s tímto GUID existuje, pokud ano, vyžádat si jeho ID, pokud ne, záznam založit a ID si 
zapamatovat (ať už na straně klienta nebo přímo v databázové proceduře). Stejný proces by se 
opakoval u tabulky instancí, aplikací atd. Namísto jednoduchého vložení záznamu se tak provedou 1-
2 dotazy navíc a to tolikrát, kolik společných tabulek je k dispozici. Za normálních okolností, např. 
v informačním systému, je toto chování naprosto normální a dostačující, ale v situaci, kdy může přijít 
tisíce požadavků na vložení záznamu (což se běžně nestává, ale u HBA Frameworku by to neměl být 
problém) je databáze zahlcená a klientům se začnou ukládat data na disk (v lepším případě). Řešení 
by mohlo být v použití jiných typů databází, které jsou na toto využití lépe přizpůsobeny (HBase, 
Cassandra), ale následné dolování dat by byl pak větší problém. V tomto případě jsem přistoupil 
k duplicitnímu ukládání dat bez referencí. Na velikosti výsledné databáze by to enormní vliv mít 
nemělo, protože největší prostor zaobírají layout data a obrázky, v nichž se 67 bajtů ztratí.  
S ukládáním většího množství dat, resp. ukládáním dat do rozsáhlých tabulek souvisí i indexy. 
V provozním režimu jsou veškeré indexy, které nejsou nutné pro bezproblémový chod databáze, 
vypnuty. Pokud by indexy zůstaly aktivní, při každém vložení nového řádku by se muselo provést 
jeho zařazení na správnou pozici. Tato operace je časově náročná a uživatelem může být 
pozorovatelná už při prvním tisíci záznamech v tabulce. V tomto případě se vyplatí aktivovat indexy 
až v době zpracování a analýzy dat, kdy tato jednorázová operace sice zabere mnohonásobně více 
času, ale tou dobou se může jednat o kopii databáze, kde jakékoli zdržení nikoho v reálném provozu 
nezbrzdí. 
Další podkapitola je věnována ER diagramu, kde je vidět celá dosavadní struktura databáze. 
V krátkosti se budu věnovat atypickým entitám, které mají společné vazby. 
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3.6.1 E-R diagram navržené databáze 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Obrázek 15 : E-R diagram centrální databáze 
 
Na obrázku 15 je vidět kompletní struktura databáze a vztahy mezi některými tabulkami, které si 
zaslouží bližší popis.  
 Při ukládání layout dat do databáze se využívá tabulka HBA_CHANNEL_LAYOUTDATA, 
která obsahuje data tak, jak přišla. Protože je rozložení aplikace uloženo v textovém formátu a špatně 
by se dotazovalo, byla vytvořena tabulka HBA_CHANNEL_LAYOUTS, do které se ukládají data už 
po parsování řetězce a jejíž jeden záznam představuje jednu komponentu systému s vazbou na svého 
rodiče (sloupec PARENT). V této tabulce jsou zároveň přepočítány veškeré relativní souřadnice také 
do absolutních, nebo naopak. Zároveň vznikla tabulka HBA_CHANNEL_LAYOUTS_REL, ze které 
je možné zjistit veškeré vnitřní objekty určité komponenty (a to i nepřímé) bez rekurze, která by v 
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analytických dotazech mohla dělat problémy. Tato tabulka záměrně nedisponuje žádnými klíči kvůli 
kruhové závislosti, kdy by jeden záznam ukazoval sám na sebe a to v situaci, kdy komponenta ve 
výpisu svých vnitřních objektů musí uvést i sama sebe. 
 Posledními tabulkami, u kterých se vyskytuje vzájemný vztah, jsou 
HBA_CHANNEL_ACTION a HBA_CHANNEL_ACTION_PARAMS. Druhá zmíněná tabulka 
slouží pro rozparsované hodnoty parametrů akcí a jejím účelem je zjednodušení vyhledávání v těchto 
datech. Díky této vazbě není nutné dělat další dotazy do databáze a nijak výrazně tedy neomezuje 
rychlost ukládání dat. 
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4 Nasazení v praxi 
Následující kapitoly jsou věnovány samotné práci s HBA Frameworkem. V první podkapitole ukáži, 
jak snadno lze nasadit implementovanou C# knihovnu do testované aplikace a v dalších kapitolách se 
zaměřím na práci se získanými daty. 
4.1 Použití knihovny v aplikaci 
Pro názornou ukázku jsem si připravil jednoduchou WinForms aplikaci, která obsahuje pár tlačítek, 
tabulku, kalendář a další základní komponenty. Jak vypadá taková aplikace, ukazuje obrázek napravo. 
Jak knihovna pracuje - existují dvě možnosti, jak by mohla taková knihovna fungovat. První z nich je 
s plně automatickou obsluhou událostí. To 
znamená, že vývojář testované aplikace pouze 
nalinkuje knihovnu k aplikaci a při její 
inicializaci tuto knihovnu aktivuje. Ta, pokud 
to daná platforma dovolí, reaguje jednotným 
způsobem na všechny události stejného typu, 
někde „mimo aplikaci“. Tento přístup má své 
pro i proti. Jednoznačnou výhodou je čistota a 
pohodlnost, kdy se programátor nemusí 
explicitně starat o vyvolávání akcí a událostí 
uvnitř kódu své aplikace. Nevýhodou je 
značné omezení funkcionality takové 
knihovny. Pro představu - chci odesílat akce a události pouze v rámci některého z formulářů, chci za 
jména komponent dosazovat vlastní identifikátory, dle kterých budu vyhodnocovat, v kritických 
místech aplikace bych rád posílal rozvržení formulářů po stisku klávesy nebo v časových intervalech 
apod. Všechny jmenované věci by nebylo možné nastavit a přizpůsobit vlastním požadavkům. Pokud 
by to dovolila platforma, mohla by se taková knihovna napsat přímo na míru testované aplikaci, 
ovšem za cenu toho, že bude jinde nepoužitelná. Mnou implementovaná knihovna poskytuje druhý 
(univerzální) způsob, kdy programátor explicitně určí, kdy a jaká data se odešlou. Díky tomu je 
možné tuto knihovnu použít, ve kterékoli (WinForms) aplikaci. Každá taková aplikace mívá hlavní 
formulář, jehož instance se vytvoří hned po spuštění programu. V konstruktoru třídy formuláře se 
inicializují veškeré komponenty, které byly do aplikace přidány většinou pomocí designeru. Právě 
v tomto místě je vhodné inicializovat HBA klienta. 
 
Obrázek 16 : Testovací WinForms aplikace 
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V první řadě je nutné zavést knihovnu HBAFramework.Client.dll k projektu a pro pohodlnější práci 
použít následující jmenné prostory. 
 
using HBAFramework.Client; 
using HBAFramework.Channels; 
 
 
V tuto chvíli stačí v konstruktoru třídy vytvořit instanci klienta, nastavit ho, a připojit se k serveru 
(nebo proxy). Následující úryvek kódu ukazuje použití klienta v širším kontextu. 
 
public partial class TestForm : Form 
{ 
        HBAClient client; 
 
        public TestForm() 
        { 
            InitializeComponent(); 
            InitializeHBAFramework(); 
        } 
 
        private void InitializeHBAFramework() 
        { 
            client = new HBAClient("localhost", 6900,15000); 
            client.Storage = new BaseStorage(); 
 
            client.Connect(1,0,Guid.NewGuid(),Guid.NewGuid()); 
             
            client.RegisterChannel<ActionChannel>(0, new ActionChannel(0)); 
            client.RegisterChannel<LayoutDataChannel>(1, new LayoutDataChannel(0)); 
            client.RegisterChannel<ImageDataChannel>(2, new ImageDataChannel(1)); 
        } 
 
        private void TestForm_FormClosed(object sender, FormClosedEventArgs e) 
        { 
            client.Disconnect(); 
        } 
 
        private void btImage_Click(object sender, EventArgs e) 
        { 
            ImageDataChannel.Send(ImageDataChannel.PrepareImageData(false)); 
        } 
 
        private void btAction_Click(object sender, EventArgs e) 
        { 
            Dictionary<string, string> param = new Dictionary<string, string>(); 
            param.Add("btAkce", "Click"); 
 
            ActionChannel.Send("OpenWindow", param); // param muze byt NULL 
        } 
 
        private void TestForm_Activated(object sender, EventArgs e) 
        {  
            ImageDataChannel.Send(ImageDataChannel.PrepareImageData(false)); 
            LayoutDataChannel.Send(LayoutDataChannel. 
                                   PrepareLayoutData(Application.OpenForms)); 
        } 
} 
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V inicializační metodě InitializeHBAFramework, která je volána z konstruktoru třídy TestForm, se 
v první fázi vytvoří instance třídy HBAClient. Konstruktor třídy HBAClient vyžaduje 3 parametry, 
adresu vzdáleného serveru nebo proxy, port, na kterém služba běží, a časový limit pro obnovení 
spojení (v milisekundách). V další fázi inicializace je nutné říci klientovi, s jakým uložištěm bude 
pracovat. V  této knihovně je pouze základní uložiště BaseStorage (viz kapitoly o implementaci 
frameworku), ovšem není problém z této třídy podědit a vytvořit si vlastní uložiště (tak jak tomu je u 
HBA Proxy). Pokud je uložiště nastaveno, může klient zavolat metodu Connect(), které postupně 
předá informace o identifikátoru aplikace, o verzi aplikace, o klientském GUID a GUID spuštěné 
instance. V posledním kroku inicializace si klient registruje kanály, které bude chtít používat 
(ControlChannel se registruje vždy implicitně). Při zavedení kanálu je nutné vyplnit jedinečný 
identifikátor registrace a v konstruktoru třídy příslušného kanálu nastavit příznak komprese. V úryvku 
výše jsou snímky obrazovky posílány s kompresí. 
 Ve zbytku kódu jsou pro ilustraci zaregistrovány 2 události na formuláři (FormClosed a 
Activated) a další dvě události při stisknutí tlačítka (Click). Po stisknutí tlačítka s označením btImage 
knihovna připraví snímek obrazovky (metoda PrepareImageData() pracuje v režimu celé obrazovky 
(false) nebo pouze v rámci aktivního okna (true)) a pomocí metody Send() příslušného kanálu jej 
odešle.  Podobným způsobem se odesílají i informace o rozložení formulářů. Za zmínku stojí událost 
FormClosed, kde je nutné se odhlásit a odpojit od serveru (nebo proxy). V tu chvíli se interně využije 
kontrolní kanál a odešlou se informace o ukončení sezení. 
 V rozsáhlejších informačních systémech, jako je Tempo, by podobný způsob odchytávání 
událostí byl celkem náročný na zavedení. Testovací aplikace v této kapitole sloužila pouze pro 
ilustraci jednoduchosti použití knihovny, nicméně spousta komplikovanějších systému z principu 
vyžaduje efektivnější správu událostí a kontrolu nad nimi. Z toho důvodu bývá možné, stejně jako 
u Tempa, většinu událostí odchytit na jednom místě, v jedné třídě (předkovi), a implementovat 
klientské akce z velké části pouze tam.  
4.2 Aplikace pro kontrolu a validaci dat 
Po implementaci HBA Frameworku do testovaného systému a získání prvních dat je nutné tato data 
zkontrolovat a zjistit, zda vývojářům umožní pokládat dotazy (tvořit analytické nástroje) tak, jak by si 
přáli. Jedná se o kontrolu správnosti zasílaných rozměrů formulářů a komponent, kontrolu 
souslednosti obrazových dat s layout daty apod. Pro tuto validaci, a nejen tu, byl vytvořen HBA 
Player. 
 
HBA Player 
Tato aplikace, dále jen „player“, se připojuje přímo k databázi a stahuje veškerá data k určité instanci. 
Instance je v tomto případě časově omezený běh programu (od spuštění po vypnutí) dostupný pod 
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svým identifikátorem. Z těchto dat se vytvoří časová linie, kterou je možné přehrát od začátku do 
konce, nebo jednoduše pohybovat z místa na místo. Player v každém okamžiku rekonstruuje to, co 
uživatel s testovanou aplikací dělal (tj. zobrazí pohyb myši a její stopu, obrazová data, layout data, ve 
zvláštních oknech zobrazuje akce, hierarchii komponent apod.). Aplikace disponuje širokou škálou 
nastavení, od rychlosti a kroku přehrávání, po barevné kombinace a různé možnosti označení 
komponent. Některé instance mohou mít i desítky megabajtů, proto player načítá tyto instance po 
částech, které udržuje v paměti. Velikosti načítaných částí lze také nastavit. Tuto aplikaci lze použít 
jak na zmíněnou validaci získaných dat, tak i na studii uživatelů, kteří v budoucím vyhodnocení 
vybočí z normálu. 
 
   
Obrázek 17 : V levém okně je k vidění aplikace HBA Player se zobrazenými všemi kanály. V okně napravo je stejná 
aplikace se zobrazenými layout daty a označenou vybranou komponentou. 
 
Aplikace disponuje jednoduchým uživatelským rozhraním přizpůsobeným tak, aby vše bylo hned „po 
ruce“. V panelu napravo je potřeba vyplnit jen nejnutnější informace ohledně přístupu k databázi a 
zvolit si Instance GUID, od kterého se mají data načítat. Toto GUID je možné vybrat i z nabídky, kde 
jsou navíc vidět data jejich vzniku. Od tohoto okamžiku je možné přehrávání spustit, pozastavit nebo 
přenačíst tlačítky Play, Stop a Reset. U přehrávání lze skákat na libovolné místo pomocí posuvníku, 
který symbolizuje osu přehrávání, podobnou té v přehrávačích videa. Pod obrazem se zobrazují 
aktuální informace z jednotlivých kanálů a jejich historie. V panelu napravo, pod sekcí věnující se 
nastavení připojení k databázi a volby instance, jsou tři karty. V první záložce se zobrazuje stromová 
struktura komponent aplikace. Kliknutím na komponentu ji lze označit v obraze a dvojklikem 
zobrazit okno s jejími parametry. Další dvě karty se věnují nastavení playeru, tj. rychlosti přehrávání, 
kroku přehrávání, zapnutým kanálům, způsobům zobrazení dat a barvám. 
4.3 Analýza a skriptování 
Požadovaným výsledkem dosavadního snažení je plná databáze rentabilních dat. Tyto data je potřeba 
nějakým způsobem uchopit a vyhodnotit. Způsob analýzy a vyhodnocení těchto dat přímo závisí na 
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konkrétních potřebách vývojářů dané aplikace. I přes značnou rozmanitost a možnosti tvorby analýz a 
souvisejících skriptů pro vyhodnocení, jsem se v následujících krocích zaměřil na vytvoření 
platformy pro tvorbu analytických skriptů nazvanou HBA Analytics Tools (HAT). 
 
HBA Analytics Tools   
Hlavním důvodem vzniku tohoto nástroje bylo sjednocení tvorby analytických skriptů. Všechny 
skripty lze tak udržovat na jednom místě (databáze skriptů), kompilovat a spouštět přes jednotné 
rozhraní. Další důvodem je omezení PL/SQL jazyka a značná komplikovanost skriptů, které by 
běžely, ať už formou uložených procedur nebo UDF funkcí, přímo na databázi. Díky tomu, že se data 
zpracovávají v další vrstvě nad databází, je možné využít složitější datové struktury, paralelismus, 
dočasné ukládání a další konstrukce vyššího programovacího jazyka. 
Pro psaní skriptů byl vybrán jazyk C#, rozšířen o další sémantické atributy přímo související 
s testováním (více informací o tomto jazyce je k dispozici např. v knize [7]). Nástroj podporuje návrh 
skriptů i bez vývojového prostředí a umožňuje kompilovat a debugovat C# skripty přímo uvnitř sebe 
sama. Takto napsaný skript lze ovšem také snadno testovat v plnohodnotném vývojovém prostředí 
(jako je např. Visual studio).  Na obrázku 18 je vidět grafické rozhraní HAT. 
 
 
Obrázek 18 : HBA Analytics Tools po zpracování hotového skriptu a následné validaci dalšího vybraného skriptu 
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Databáze skriptů je složena ze zdrojových souborů s příponou .cs. Aplikace ve výchozím nastavení 
tuto databázi hledá v adresáři jménem „Scripts“, který by se měl nalézat hned vedle jejího 
spustitelného souboru. Tuto lokaci je možné před každým spuštěním explicitně změnit. HAT 
předpokládá přímé napojení na databázi, a proto je nutné zadat i přístupové údaje k databázi. Dalším 
krokem je výběr skriptu ke spuštění. Při výběru skriptu (dle jména v adresáři) se skript pokusí o 
automatickou kompilaci kódu na pozadí a v případě nalezení chyb, zobrazí aplikace uživateli okno s 
podrobnějšími informacemi (viz obrázek 19).  
 
 
Obrázek 19 : Okno se zprávou o chybách při kompilaci (podobné hlášky jak je známe např. z Visual studia) 
 
Pokud kompilace proběhne v pořádku, nástroj nabídne ke spuštění dostupné varianty skriptu (módy 
spuštění).  Tyto varianty skriptu nejsou nic jiného než metody třídy skriptu, které splňují určité 
požadavky (viz. HBA Script).  Každá varianta skriptu může mít své parametry, které se zobrazí po 
volbě varianty v okně Parameters. U těchto parametrů se, ačkoli jsou v textové formě, kontroluje 
nutnost jejich vyplnění, datový typ a další možná omezení. Po vyplnění potřebných parametrů, lze 
skript spustit. Výsledkem skriptu resp. jeho varianty musí být vždy tabulka (to z toho důvodu, že 
pomocí tabulky lze předávat takřka jakákoli data). Celá tabulka se zobrazí v příslušném okně pod 
vrchním panelem. Veškerá zobrazená data lze následně exportovat do Excelu. 
 
HBA Script   
Aby mohl být skript zařazen do databáze skriptů a zpracován, je nutné, aby dědil z třídy HBAScript. 
Díky této třídě získá skript spojení s databází prostřednictvím vlastnosti Connection a bude mu 
umožněno vypisovat testovací zprávy do Debug window záložky a to pomocí zděděné metody 
DebugLine().  
Každý spustitelný skript musí mít nejméně jednu variantu, tj. veřejnou metodu bez parametrů, 
která vrací datový typ DataTable a je uvedena příslušným atributem, např. takto: 
 
[HBAResult("FormStatsID")] 
public DataTable FormStats()  
{ 
 ... 
Connection.Open(); 
 ... 
 Connection.Close();  
} 
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Pokud je nutné metodě předat nějaké hodnoty, děje se tak prostřednictvím vlastností třídy, které lze 
pomocí dalších atributů přiřadit k  variantám a např. vynutit jejich vyplnění, nastavit výchozí hodnoty 
atd. Příklad nastavení 2 parametrů pro předchozí variantu s identifikátorem FormStatsID by vypadal 
následovně: 
 
[HBAParameter("FormStatsID", Required = true, DefaultValue = "Ano")] 
public string VstupniParametr { get; set; } 
 
[HBAParameter("FormStatsID", Required = false, DefaultValue = "Ne“)] 
public string VstupniParametr2 { get; set; } 
 
Jako vstupní parametry skriptu by bylo možné brát přímo parametry metody, která je označena jako 
jeden ze vstupních bodů skriptu (tj. jako varianta). Nicméně využití atributy označených vlastností 
třídy má své výhody při definici a bližší specifikaci onoho parametru (max. délka, výchozí hodnoty 
atd.).  
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5 Dosažené výsledky v Tempu 
Brzké dokončení všech potřebných částí frameworku HBA umožnilo jeho nasazení, ještě v době 
psaní této práce, přímo ve firmě vyvíjející Tempo a v jedné z dalších ze spřátelených firem, která 
Tempo již používá. Tato se mj. zabývá dodávkami nerostných surovin různého druhu.  
Z časových důvodů nebylo možné se zaměřit na veškerá vyhodnocení, která by systém 
umožňoval, tj. zaměřit se např. na „hit mapy“, které by zobrazily části formulářů, kde uživatel tráví 
nejvíce času, nebo na studie chování uživatelů (jakým způsobem a co, nejčastěji dělají). Namísto toho 
jsem zhotovil skript, který slouží zejména pro parametrický popis Tempa. Jedná se o výpis 
používaných formulářů, délku jejich načtení, první provedené akce, jak dlouho se s formulářem 
pracuje apod. Následují grafy a tabulky představují částečný výstup z onoho skriptu po necelém 
měsíci práce s aplikací. Celý výstup je k dispozici na přiloženém DVD. 
 
 
V tomto grafu výrazně dominuje grid výkazu práce (jakožto jedna z nejpoužívanějších agend) a to 
převážně z toho důvodu, že obsahuje až miliony záznamů. 
Průměrná doba načtení formuláře 2,24 s. 
Nejrychleji načtený formulář 0,09 s. 
Nejpomaleji načtený formulář 325 s. 
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Nejčastěji vyvolaná první akce na formulářích 
actEditRecord průměrně po 48,78 s. 
actSaveRecordAndExit průměrně po 56,63 s. 
actSaveRecord průměrně po 195 s. 
actNewRecord průměrně po 6,53 s. 
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Shrnutí práce a možná rozšíření 
Práce měla za cíl navrhnout a implementovat kompletní ekosystém, který by prostřednictvím 
vlastního protokolu umožnil průběžné sbírání uživatelských dat, která by bylo možné následně 
validovat a zpracovat pro dalších analýzy a rozbory. Během této práce se podařilo implementovat 
všechny předsevzaté části systému (s dalšími vylepšeními) a nasadit jej do praxe. 
V současné době je systém nasazen v rozsáhlém ekonomickém informačním systému a 
společně se zátěžovými testy na více uživatelích probíhají i první vyhodnocovací dotazy nad 
kritickými částmi systému, kde je kladen důraz na efektivitu práce a vysoký komfort pro uživatele, 
kteří s aplikací přicházejí denně do styku. Očekává se, a částečně se už i prokázalo, že integrace 
tohoto frameworku do testované aplikace zjednoduší návrhářům a analytikům práci a umožní jim 
testovat a navrhovat uživatelské rozhraní mnohem rychleji, přesněji, levněji a hlavně s ohledem na 
zvyky samotných uživatelů.  
Skoro každá větší firma podobné nástroje u svých „top“ aplikací má a používá, bohužel jsou 
většinou přizpůsobené na daný produkt a jsou součástí nedostupného firemního know-how. Tento 
framework bude, jako jeden z mála, veřejnosti dostupný a díky stávajícímu návrhu i snadno 
rozšiřitelný o další funkcionalitu. 
Jednou z oblastí, kde by bylo vhodné pokračovat v práci je rozšíření klientských knihoven do 
více jazyků (Java, QT/C++ apod.). S tím souvisí i vhodná modulární nadstavba pro jednotlivé správce 
oken a formulářů jako jsou WinForms, WPF, Delphi VCL, Java Swing, QT, Gtk apod., kde by bylo 
možné si například u aplikace napsané pod operačním systémem Windows v jazyce C# zvolit modul, 
který by zpracoval hierarchii komponent ve WinForms nebo WPF, dle volby modulu. Zatím je takový 
„modul“ napevno naprogramován v knihovně. Dalším místem pro inovace a rozšíření může být 
samotný protokol, který je dimenzován na mnohem více kanálů, typů obrázků, variant kompresí apod. 
Velkou výzvou může být i implementace knihovny pro přenosná zařízení jako jsou tablety a mobily a 
s tím spojený vznik nového „touch“ kanálu. Zajímavá by mohla být i tvorba ajaxové knihovny pro 
webové aplikace běžící přímo v prohlížeči. 
 
 
 
 
 
 
 
 
 
  55 
Literatura 
 
[1] Ing. Bohuslav Křena Ph.D., Ing. Radek Kočí Ph.D., Úvod do softwarového inženýrství,  
Studijní opora, 2010.  
[2] Alena Buchalcevová, Milan Drbohlav, Místo návrhu uživatelského rozhraní v životním cyklu 
vývoje programového systému [online], 2010. [cit. 2012-05-01].  
Dokument dostupný na URL http://www.osu.cz/katedry/kip/aktuality/sbornik99/buchalcevova.html 
[3] Boris Beizer, Software Testing Techniques. Second edition. 1990  
[4] Jeffrey Rubin, Dana Chisnell, Jared Spool., Handbook of Usability Testing : Howto Plan, Design, 
and Conduct Effective Tests, USA, 2008.  
[5] Joseph S. Dumas & Janice G. Redish., A Practical Guide to Usability Testing. Norwood, Ablex 
Publishing, 1993.  
[6] Jakob Nielsen, Usability Engineering, Boston, Academic Press, 1993.  
[7] Jay Glynn, Karli Watson, Bill Evjen, Morgan Skinner,Christian Nagel.,  
C# 2008 – Programujeme profesionálně, Computer Press, 2009.  
[8] John C. Snader, Effective TCP/IP Programming: 44 Tips to Improve Your Network Programs, 
Addison Wesley Professional, 2000  
[9] Pavel Císař, Interbase/Firebird – tvorba, administrace a programování databází Boston,  
Computer Press, 2003 
[10] Ján Šuňavec, MySQL vs PostgreeSQL vs Firebird [online], 2005. [cit. 2012-05-01].  
Dokument dostupný na URL http://www.root.cz/clanky/mysql-vs-postgresql-vs-firebird/ 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
  56 
Seznam příloh 
Příloha 1. DVD 
 
