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POVZETEK	
V magistrskem delu je predstavljena izdelava ultrazvočnega merilnika razdalje z 
visoko natančnostjo meritve z uporabo binarnih frekvenčnih skokov (binary frequency 
shift-keyed , BFSK). V delu je predstavljen učinkovit algoritem, ki kombinira tako 
funkcijo časa leta (time of flight, TOF), kot tudi fazni premik. Omenjena metoda 
merjenja omogoča večji razpon meritev, kot jih omogoča samo meritve z primerjavo 
faze, pri temu pa je natančnejša kot je meritev z merjenjem časa leta (TOF). Z FPGA 
(Field-programmable gate array ) vezjem smo tvorili BFSK generator in detektor faze, 
ki je omogočil shranjevanje in analizo signalov ter izračun časa leta, dveh 
frekvenčnih razlik in predstavitev rezultata meritve na LCD zaslonu. Preizkusi so bili 
opravljeni v zraku z uporabo BFSK z frekvencama 39 kHz in 41 kHz. Želena je bila 
natančnost meritve ±0,05 mm pri razdalji več kot 6 m, vendar je zaradi visoke cene 
kvalitetnih ultrazvočnih oddajnikov v celoti nismo uspeli doseči. Glavna prednost 
ultrazvočnega merilnika razdalje je visoka natančnost, nizka cena in enostavna 
implementacija v obstoječe sisteme.  
 
Ključne besede:  ultrazvočni merilnik razdalj, primerjava faze signalov, merjenje 
razdalje z FPGA, detekcija faze 
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ABSTRACT	
This masters degree thesis presents development of ultrasonic distance 
measurement equipment with high accuracy using binary frequency shift-keying 
(BFSK). An efficient algorithm efficient algorithm is demonstrated, that combines both 
time of flight and phase detection principle. Presented method enabled the 
measurement of larger distance, compared to a measurement using only phase 
detection. Described method also enables a more accurate measurement of distance 
compared to a time of flight measurement approach. An FPGA circuit was used for 
generation of BFSK sequence and for phase detection. FPGA circuit enables 
recording of incoming and outgoing signals, calculation of time of flight, measurement 
of two phase differences and displaying measured result on LCD display. Tests were 
performed in air, using of BFSK modulation with frequencies 39 kHz and 41 kHz. 
Desired accuracy range of measurement was ±0,05 mm at distance over 6 m, but 
because of high price range of high quality transducers, we did not manage entirely 
to achieve the goal. The main advantage of ultrasonic distance measurement is high 
accuracy, low price and easy implementation in existing system.  
 
Key words: Ultrasonic distance measurement, phase comparison, distance 
measurement using FPGA, phase detection 
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UVOD	
V pričujoči magistrski nalogi bomo opisali način uporabe ultrazvočnega odmeva za 
uspešno merjenje razdalj. Poizkusili bomo izboljšati obstoječe načine merjenja z 
ultrazvočnimi merilniki. Uporabili bomo pristop z uporabo FPGA vezja, za katerega je 
značilna visoka hitrost delovanja in možnost vzporednega izvajanja procesov.   
 
Ultrazvok je tehnologija, ki se uporablja že mnogo let za raznolike namene, eden 
najpogostejših je merjenje razdalje. Z uporabo modernejših senzorjev in čedalje 
zmogljivejših procesorskih enot, postaja ta tehnologija čedalje dostopnejša.   
 
V nalogi bomo uporabili ultrazvok za meritev razdalje, vendar z nekoliko drugačnim 
pristopom. Za razliko od klasičnih merilnikov razdalje, ki uporabljajo način TOF (ang. 
time of flight), bomo mi uporabili TOF z BFSK (ang. Binary Frequency Shift Keying). 
Tak tip meritve da teoretično veliko natančnejšo meritev, kot klasična uporaba TOF. 
Pri tovrstni kombinirani meritvi potrebujemo veliko procesorsko moč, saj merimo zelo 
kratke čase odbojev, bomo uporabili FPGA (ang. Field Programmable Gate Array) 
vezje, ki omogoča dovolj hitro obdelavo podatkov. Napisali bomo tudi programsko 
kodo v VHDL (ang. VHSIC hardware description language) za krmiljenje potrebne 
strojne opreme oz. FPGA. Programska koda bo omogočala meritev TOF skupaj z 
zaznavo spremembe faze, kar bo omogočilo natančnejšo meritev. V nalogi bomo 
izdelali tudi ojačevalno vezje, ki ima najmanjše izgube in čim večje ojačenje 
prejetega signala.  
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ZAČETKI	UPORABE	ULTRAZVOKA	
Začetki praktične uporabe ultrazvočnih meritev štejejo v leto 1915. Tistega časa so 
uporabljali ultrazvok za podvodne meritve in to je močno pripomoglo k nadaljnjemu 
razvoju ultrazvočnih meritev. Z nadaljnjim razvojem senzorske tehnologije in 
izboljšane obdelave signalov, se je omogočilo, da se ultrazvočne merilnike lahko 
danes uporablja tako v zraku kot tudi v drugih plinih.  
ZVOK	
Zvok obravnavamo kot valovanje, ki se širi po snovi. Valovanje se lahko širi tako v 
trdnini, kot tudi v kapljevini in plinu. Samo v trdnih snoveh (trdninah) se lahko zvok 
širi kot prečno zvočno valovanje, v kapljevinah in plinih pa je zvok vedno vzdolžno 
valovanje.  
Višino tona določa frekvenca zvoka, medtem ko amplituda zvočnega tlaka določa 
glasnost zvoka (jakost). Zvok je definiran kot zvočno valovanje, ki je v slišnem 
območju in le ta je med 20 Hz in 20 kHz. Zvočna valovanja višje od te frekvence se 
imenujejo ultra zvok, nižja pa infrazvok.  
Valovanje pri eni sami frekvenci imenujemo ton, katerega spekter je črtast z eno 
sinusno sestavino. Več sinusnih sestavin z različnimi frekvencami , katerih frekvence 
so mnogokratniki frekvence osnovnega tona pa imenujemo zven. Prav tako je tudi 
spekter zvena črtast. Zvok z vsemi sinusnimi signali v nekem frekvenčnem območju 
imenujemo šum, katerega spekter je zvezen. Če je šum aperiodični pa ga imenujemo 
pok.[1] 
 
Slika 1: Prikaz in poimenovanje zvočnega spektra. 
ZVOČNO	VALOVANJE	
Zvok obravnavamo kot fizikalni pojav, katerega lastnost je ,da če na kakršen koli 
način, v elastični snovi pride do sile, ki vpliva v svoji najbližji okolici na položaj 
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molekule te snovi, se premik molekul prenaša z molekule na molekulo. To ne 
povzroči premike molekul iz enega konca do drugega, ampak premike iz njene 
ravnovesne lege.   
Smer premika je odvisna od smeri delovanja omenjene sile. Če ta deluje na vse 
smeri enakomerno, bo tudi premik molekul v vseh smereh enakomeren. Omenjeni 
premiki ustvarijo v snovi področja zgoščin in posledično za seboj področja razredčin. 
Vsaka zgoščina ustvari razredčino in spet ta razredčina ustvari novo zgoščino, kar 
ustvari potovanje valovanja po prostoru, stran od mesta izvora teh sprememb.   
Govorimo o zvočnem valovanju oz. zvočnem potovanju. Tako lahko pravimo, da je 
zvok nihanje delcev snovi, skozi katero se zvok širi. Izvor zvočnega valovanja lahko 
spreminja svojo intenzivnost, hitrost sprememb intenzivnosti, obliko sprememb, čas 
trajanja itd. Zvočno valovanje je longitudinalno, kar pomeni, da molekule snovi 
spreminjajo svoj položaj v smeri gibanja zvoka [2]. 
TIPI	VALOVANJ	
Poznamo dva tipa valovanj. Prvega je transverzalno valovanje, kjer deli snovi ali 
polje nihajo pravokotno na smer širjenja. Kot primer lahko navedemo valovanje vrvi 
ali pa elektromagnetno valovanje.   
Drugi tip valovanja je longitudinalno valovanje, pri katerem delci nihajo v smeri 
širjenja motnje.  
Kombinacijo obeh tipov valovanj pa zajema valovanje na morski gladini, kjer delci pri 
valovanju opisujejo eliptične poti.  
  
Slika 2: Prikaz longitudinalnega valovanja. 
 
ULTRAZVOČNO	VALOVANJE	V	ZRAKU	
Splošno	
Ultrazvok je definiran kot zvok s frekvenco višjo od zgornje meje slušnega območja. 
Pri mlajših ljudeh je ta frekvenca okoli 20 kHz in se z leti niža. Višje frekvence 
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zaznajo nekatere živa, kot so npr. psi, netopirji in delfini. Pri teh živalih je mejna 
frekvenca višja kot pri ljudeh, zato lahko slišijo tudi ultrazvok.   
Uporaba	
Ultrazvok lahko uporabimo za različne industrijske in medicinske namene. V 
medicinske namene ga lahko uporabimo, kot neinvazivno medicinsko tehniko, kjer 
dobimo vpogled v notranjost mehkih tkiv, npr. ultrazvok za pregled ploda med 
nosečnostjo.   
Za lokalno gretje bioloških tkiv, se pogosto uporabi močnejše ultrazvočne oddajnike. 
Ti delujejo v frekvenčnem območju med 2 do 13 MHz in se jih uporablja za fizikalno 
terapijo. Usmerjeno ultrazvočno valovanje lahko uporabimo tudi za razbijanje 
ledvičnih kamnov.   
V tehniki pogosto uporabljamo ultrazvok tudi kot čistino tehniko. Frekvence od 20 
kHz do 40 kHz uporabimo za čiščenje nakita, ur in razne ostale tako medicinske kot 
tudi industrijske sestavne dele. Ultrazvočni čistilniki delujejo na načelu energije, ki se 
sprosti pri sesedanju majhnih kavitacij, do katerih pride pri nihanju tekočine.  
Če gledamo iz fizikalnega vidika, ostre meje med ultrazvokom in zvokom ni. Prav 
tako ni ostre meje v obnašanju zvoka pri različnih frekvencah, zato bomo v 
nadaljevanju sklepali, da vsa teorija, ki opisuje obnašanje zvoka pri zvočnih 
frekvencah, deluje tudi pri ultrazvočnih frekvencah katere bomo uporabili v 
nadaljevanju.  
Za vso teorijo, ki jo bomo predstavili, je pomembno, da se medij, po katerem bomo 
širili valovanje ne spreminja in je v vseh primerih enak in da se medij po prehodu 
valovanja ne spremeni. Pomemben podatek pri vsem tem pa je tudi, da je 
jakost/amplituda valovanja relativno nizka [3]. 
Hitrost	zvoka	
Zvok se širi po plinih in tekočinah primarno, kot longitudinalno valovanje. Za tak tip 
valovanja, ki se širi v smeri x osi, je valovna enačba 1, kjer je ϑ premik delcev, t je 
čas in c je hitrost širjenja. 
 
Enačba 1: Longitudinalno valovanje. 
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Iz tega izraza in iz tega, kar vemo o relacijah pritiska, gostote, volumna in 
temperature plinov, lahko podamo hitrost širjenja valovanja v plinih v enačbi 2. 
 
 
Enačba 2: Hitrost širjenja valovanja v plinih. 
V zgornji enačbi 2, γ predstavlja razmerje med specifično toploto pri konstantnem 
tlaku in pri konstantnem volumnu ( , znan kot adiabatni eksponent ,ki je 1,4).  
predstavlja tlak,  gostoto,  splošno plinsko konstanto,  absolutno temperaturo 
in  molsko maso.   
Če te vrednosti vstavimo v enačbo, dobimo relacijo med hitrostjo in temperaturo. Iz 
enačbe 2 pa lahko izračunamo teoretično hitrost zvoka v zraku pri normalnem tlaku 
in temperaturi 0 °C (ρ je odvisen od temperature), ki je približno 331 m/s. Iz drugega 
dela enačbe pa lahko opazimo, da je hitrost širjenja valovanja sorazmerna 
kvadratnemu korenu absolutne temperature, kar prikazuje enačba 3. 
 
 
Enačba 3: Posplošena hitrost valovanja. 
Iz enačbe 4 lahko razberemo, da je mogoče kompenzirati temperaturno odstopanje, 
ko je hitrost širjenja znana pri , kjer sta c0 in c1 hitrosti pri T0 in pri T1.  
 
 
Enačba 4: Hitrost valovanja v odvisnosti od temperature. 
Iz enačbe 4 lahko razberemo, da je sprememba hitrosti valovanja pri 0 °C približno 
0.6 m/s/°C. Grafični prikaz spremembe hitrosti širjenja valovanja v odvisnosti od 
temperature lahko vidimo na sliki 3. Če merimo hitrost širjenja zvočnega valovanja v 
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zvoku, pa so poleg temperature pomembni še drugi dejavniki: Zrak je sestavljen iz 
mešanice več različnih plinov. Primarne komponente so seveda kisik in dušik, vendar 
so v praksi, v zraku tudi različne koncentracije vodne pare in ogljikovega dioksida. Te 
vplivajo na hitrost valovanja. Njihov vpliv običajno ni tako velik kot je vpliv 
temperaturnih sprememb. Kljub temu je pomembno, da upoštevamo te dejavnike, ko 
so koncentracije ostalih plinov povečane.  
 
Slika 3: Hitrost zvoka v odvisnosti od temperature. 
MODELI	VALOVANJA	
V prejšnjih odstavkih je bilo navedeno, da se zvok širi po plinu kot vzdolžni val, 
vendar je zvok valov prav tako opredeljen tudi s svojo obliko (ang. wave front 
propagation). Obstajata dve vrsti valovanj, ki jih je enostavno uporabiti in posledično 
so pogosto uporabljeni. Prvi je vzporedni val, ki ga prikazuje slika 4. V tem primeru 
se valovanje pomika kot geometrijska plošča v smeri pravokotno na ravnino.  
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 Slika 4: Vzporedni val. 
Drugi primer pa je sferični val prikazan na sliki 5. Izvor valovanja je točkoven in vir 
oddaja valovanje v vseh smereh. Tlak v poljubni točki je seveda poljuben, hkrati pa 
se z amplitudo valovanja z razdaljo od vira močno manjša.  
 
Slika 5: Sferični val. 
Ponavadi noben od teh dveh modelov ni primeren za ultrazvočni vir. Pogost model 
oddajnikov je tudi tip, ki ima točkovni vir (lahko tudi več točkovnih virov) in je v 
ograjenem prostoru. Tak tip oddajnika imenujemo (pravokotni) lijak, oz. troblja v 
avdio svetu.  
Prav tako pogosto je tudi širjenje valovanja skozi odprtino, ki je prikazano na sliki 6. 
Pojasnjuje ga Huygensovo načelo, ki pravi, da je vsaka točka valovne fronte nov 
izvor krogelnega valovanja, ki nadaljuje pot z isto hitrostjo kot izvorni val. Tako iz 
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dvojne reže zaradi tega dobimo dva krogelna vala (poenostavitev). Na nekaterih 
mestih za režo pride do ojačenja amplitude valov (konstruktivna interferenca), na 
drugih pa do zmanjšanja amplitude valov (destruktivna interferenca) [4]. 
 
Slika 6: Širjenje valovanja skozi odprtino. 
NAPAKE	PRI	ODBOJU	
Pri merjenju odboja z ultrazvokom lahko pride do napake. Pogoj za uspešno 
opravljeno meritev je, da valovanje trči pravokotno na ploskev, merjene ploskve oz. 
stene.  
 
Slika 7: Prikaz napake pri merjenju razdalje. 
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Na sliki 7, ki kaže meritev odboja pod kotom, lahko vidimo sledeče napake: 
a.) dolžina do objekta je daljša, kot je v resnici, 
b.) oddani zvok se odbije stran od sprejemnika, 
c.) zaznamo napačen odboj. 
Pogosta napaka pri metodi odboja (ang. ping) je, da zaznamo odboj predhodne 
meritve, kljub temu, da smo že začeli z novo [5]. 
UPORABA	FREKVENC	
Pri ultrazvoku nimamo definirane zgornje meje frekvence, vendar je zaradi 
praktičnosti smiselno omejiti frekvenčno območje, ko ga uporabljamo za merjenje v 
zraku.   
Kot glavni razlog lahko navedemo, da je slabljenje pri višjih frekvencah večje. Ta 
problem ni tako izrazit pri frekvencah do približno 100 kHz. Kot primer lahko 
navedemo, da se amplituda pri vzporednem valu zmanjša za polovico pri frekvenci 
100 kHz in razdalji dveh metrov. Pri frekvencah v okolici MHz, postane slabljenje še 
nekajkrat večje.   
Medtem ko se valovna dolžina z večanjem frekvence manjša, se obenem manjša kot 
sevanja pri višjih frekvencah. Efektivni premer oddajnika je pri visokih v splošnem 
manjši, kot pri nizkih frekvencah. To pomeni, da večina visokofrekvenčnih oddajnikov 
deluje kot točkast vir, kar lahko opazimo v akustiki.  
Frekvenca, ki jo izberemo za merjenje, ima velik vpliv na natančnost meritve, ki jo 
izvajamo. Ker je valovna dolžina pri frekvenci 20 kHz v zraku 17 mm, je zaželena čim 
višja frekvenca, če želimo natančnejšo meritev. Pri meritvah, kjer merimo s 
postopkom oddajnega impulza in odmeva, valovna dolžina ne igra pomembne vloge.  
Tako kot pri vseh meritvah v okolju imamo tudi tukaj vplive okolja na izvajanje 
meritve. Praktično nemogoče je napovedati koliko šuma in motenj bo v posameznem 
okolju. V splošnem lahko omenimo, da je pri visokih frekvencah manj motenj okolja, 
vendar pa dobimo višje slabljenje, zato je pomembna izbira pravilne frekvence. 
SLABLJENJE	
Imamo dva glavna razloga za manjšanje amplitude z večanjem razdalje. Glavni 
razlog je difrakcija (uklon), medtem ko ima absorbcija (vsrkavanje) manjši prispevek 
pri slabljenju.  
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Difrakcija: Z večanjem razdalje se veča površina oddajnega vala. 
Absorpcija: Izgube zvočnega vala v zraku nastanejo, ker se ustvarjajo lokalni 
minimumi in maksimumi zvočnega tlaka. Premikanje delcev zahteva silo in ta 
potrebuje energijo. Izguba energije je logaritmična in jo lahko izrazimo z enačbo 5:  
 
 
Enačba 5: Izguba energije. 
P0 predstavlja amplitudo pri razdalji x=0 in Px predstavlja amplitudo tlaka pri razdalji x 
in μ absorbcijski kvocient. 
IMPEDANCA	IN	REFLEKSIJA	
Karakteristična impedanca za medij je definirana v enačbi 6: 
 
Enačba 6: Karakteristična impedanca. 
Zgleduje se po električni impedanci, vendar opisuje odnos med akustičnim tlakom in 
hitrostjo delcev. Vendar to ni edina podobnost, ki jo lahko najdemo med električnimi 
vezji in akustiko. Pomembna je tudi odbojnost pri prehodu med različnimi snovmi. 
 
 
Slika 8: Prikaz odboja zvoka. 
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Ko merimo razdalje z zvokom, je razlika zvočne impedance zraka in predmetov, ki jih 
zadenemo, velika. Pogosto lahko poenostavimo, da so predmeti, ki jih ultrazvočni 
merilnik zadane, zrcalni. To pomeni, da ni nobenih izgub v odboju in da je kot odboja 
valovanja enak kot je vpadno valovanje.  
ODDAJNIKI	
Obstaja veliko metod in načinov za tvorbo in detekcijo ultrazvočnega valovanja. 
Primerno metodo izberemo glede na medij, po katerem se bo valovanje širilo. Razlog 
za to je akustična impedanca, saj se močno razlikuje glede na agregatno stanje 
snovi, skozi katero širimo valovanje. Ker ima zrak in večina plinov nizko akustično 
impedanco ima širjenje valovanja med zrakom in trdimi snovmi velike izgube. 
Najpomembnejši metodi za tvorbo ultrazvoka temeljita na uporabi elektrostatike in 
piezoelektrikov. 
Elektrostatični	pretvornik	
Elektrostatični pretvornik je množično uporabljen tip senzorjev. Vodilni proizvajalec 
takih senzorjev je Polaroid, kar je tudi razlog, da se mu pogosto reče "Polaroidni 
oddajnik". Primarno je bil mišljen za merjenje razdalj pri fotografski opremi. Osnovni 
princip delovanja je mnogo starejši in je bil uporabljen v mnogih drugih aplikacijah. 
Kakorkoli že, oddajniki tega tipa so dobro konstruirani in dosegljivi, tako da so postali 
pomemben del pri ultrazvočnih merilnikih.  
 
Slika 9: Elektrostatični pretvornik. 
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Osnovni model takega oddajnika lahko predstavimo s pomočjo ploščnega 
kondenzatorja. Eden izmed polov vsebuje tanko (zaradi majhne teže) membrano, 
prevlečeno z električno prevodnim materialom. Drugi pol pa je narejen iz prevodnega 
materiala, ki ima utore in je montiran čim bližje vzporedno z membrano, a brez 
galvanskega stika s prevleko. Pri tem tipu kondenzatorja sta bistveni dielektričnost in 
debelina folije. Z napetostjo na membranah tvorimo energijski sunek (silo), ki zaradi 
elektrostatične sile zaniha membrano. Nihanje membrane sproži oddajanje 
ultrazvočnih valov.  
Isti model lahko uporabimo tudi za sprejemnik ultrazvočnih signalov, saj se pretvornik 
obnaša kot kondenzatorski mikrofon. Kapacitivnost je obratno sorazmerna z širino 
reže med membrano in elektrodo. Ko zvočni pritisk niha, membrana vibrira, kar 
povzroči premike membrane oz. spreminja razdaljo med njima in posledično se 
spremeni kapacitivnost. To potrjuje spodnja enačba 7, kjer je Q naboj na 
kondenzatorju in U napetost. Tak element lahko uporabimo tako za oddajnik, kot tudi 
za sprejemnik hkrati - z eno besedo pretvornik (ang. transducer). 
 
 
Enačba 7: Naboj na pretvorniku. 
Piezoelektrični	pretvornik	
Ploščica iz kremenčevega kristala je mehansko nihalo, ki lahko niha na različne 
načine in ima torej kopico resonančnih frekvenc od slišnih in zvočnih frekvenc, pa 
vse do radijskih mikrovalov. Glede na željeni način nihanja si lahko tudi izberemo 
najugodnejšo obliko kristala: glasbene vilice, podolgovato ploščico, kvadratno 
ploščico ali okrogel disk. Miniaturni kremenčev kristal za 32.768 kHz, ki se uporablja 
v ročnih urah, ima npr. obliko glasbenih vilic.  
Piezoelektrični pretvornik temelji na piezoelektričnem kristalu, ki začne mehansko 
oscilirati, ko nanj priključimo zunanjo napetost. Obratno lahko ustvarja električno 
energijo, ko je izpostavljen zunanjim vibracijam. Zaradi obeh lastnosti lahko ta 
element uporabimo kot oddajnik in kot sprejemnik. Glavna razlika med 
elektrostatičnim in piezoelektričnim elementom je, da se nihanje v slednjem začne v 
trdnem stanju (kremenčev kristal). To pomeni, da razlika akustične impedance med 
kristalom in okoliškim medijem določa, koliko valovne energije bo kristal oddal. Velika 
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razlika akustičnih impedanc med zrakom in kristalom povzroči, da kristal odda le 
majhen del energije. Zaradi tega je potrebno izdelati pretvornik, ki lahko deluje v 
zraku. Pogosto se zaradi tega uporabi četrt valovni resonator.  
 
 
Slika 10: Piezoelektrični pretvornik. 
Piezoelektrične pretvornike izdeluje veliko podjetij, najpogosteje pa jih najdemo v 
nizkocenovnih napravah kot so ročne ure in budilke. 
 
 Piezoelektrični Elektrostatični 
Velikost φ < 20 mm φ > 30 mm 
Frekvenčni razpon 40 kHz - 2 MHz 40 kHz - 100 kHz 
Občutljivost + + 
Odpornost na šum -- + 
Cena ++ + 
Tabela 1: Primerjava oddajnikov. 
MERJENJE	RAZDALJE	
Tehnike merjenja razdalje z uporabo ultrazvočnega valovanja , ki so na voljo so: čas 
preleta TOF (ang. time-of-flight), enofrekvenčni stalni val s faznim premikom, 
kombinacija TOF in fazni zamik, večfrekvenčni val s faznim premikom in 
večfrekvenčni AM-ultrazvočni sistem.  
Pri merilnikih razdalj je najpogosteje uporabljena TOF metoda. Razlog za to je njena 
preprostost izvedbe, saj ne potrebuje zahtevnih senzorjev in hitrih procesorskih enot. 
TOF je metoda, ki z širjenjem pulza skozi medij in njegovega odboja določa čas 
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vračanja impulza. Čas, ki ga impulz potrebuje za širjenje od vira in nazaj do 
sprejemnika je sorazmeren merjeni razdalji. Razdalja med oddajnikom in 
sprejemnikom je: 
 
Enačba 8:Izračun razdalje po TOF metodi. 
V enačbi 8 je c hitrost zvoka v mediju. TOF pa čas preleta do objekta in nazaj. Z 
uporabo TOF za merjenje razdalje se pojavljajo sistemske napake, primarno zaradi 
padca amplitude prejetega signala in zaradi netočnosti hitrosti valovanja. TOF 
metoda je učinkovitejša, če je energija med oddajnikom in sprejemnikom čim večja. 
Žal je energija pulza omejena z ultrazvočnim pretvornikom, ki mora biti visoke 
kvalitete, moči in cene. Od tod izvira omejitev največje izmerjene razdalje. Če je 
merjena razdalja nekaj metrov, so najprimernejše frekvence med 20 do 100 kHz. 
TOF metoda je zaradi naštetih razlogov podvržena relativno velikim napakam (reda 
cm), saj jo omejujejo lastnosti prenosnega medija [6].  
Tehnike, ki jih še poznamo pri merjenju razdalje so še z nemoduliranim valom ali CW 
(ang. Continuous Wave). Ta tehnika uporablja stalen nemoduliran signal za izmero 
razdalje. Najpogosteje je tak tip meritve uporabljen, kot radar za ultrazvočno meritev 
hitrosti. Poleg merilnika z nemoduliranim valom je pogosto v uporabi še merilnik z 
moduliranim valom ali FM-CW (ang. Frequency modulated continuous wave). Tak tip 
merilnika je primeren za kratke razdalje z možnostjo detekcije tako razdalje kot tudi 
hitrosti. Ta vrsta merilnika se pogosto uporablja kot radarski višinomer ali RA (ang. 
Radar Altimeter) za natančnejšo meritve višine letala pri pristajanju [7].  
Ker bomo poizkusili dobiti čim natančnejšo oceno razdalje, je primernejša metoda s 
primerjanjem faze sprejetega signala glede na oddani signal. Razlog za to; ker je 
izmerjena razdalja razdeljena še na fazne razlike, katere pa so v ponavljajočem 
signalu pogoste. Razdaljo lahko tako določimo z TOF kot tudi z razliko faze. Največjo 
natančnost, ki jo lahko dosežemo z 40 kHz signalom je približno 4.2 mm, če 
predpostavimo hitrost zvočnega valovanja 340 m/s. 
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IMPLEMENTACIJA	Z	FPGA	 	
O	FPGA	
Vezja FPGA vsebujejo niz logičnih elementov, ki jih lahko nastavimo s postopkom 
programiranja in tako izdelamo poljubno logično funkcijo. Ponavadi je FPGA vezje na 
enem silicijevi tabletki. FPGA vezja se programirajo preko vgrajenega ali zunanjega 
FLASH pomnilnika, zato ob zagonu mine nek čas, preden se to vezje vzpostavi. 
Povprečen FPGA vsebuje več sto tisoč logičnih elementov. 
 
Slika 11: Poenostavljena celica CLB v FPGA. 
Slika 11 prikazuje poenostavljeno zgradbo logičnega elementa CLB (ang. 
configurable logic block). Ta vsebuje programabilno vpogledno tabelo LUT (ang. 
Look-Up Table) in eno ali večbitni register, sestavljen iz D flip flopov. LUT lahko 
realizira vse logične funkcije na razpoložljivih vhodih za izdelavo enega logičnega 
izhoda. Končni izhod je tako lahko novo stanje/vrednost ali prejšnje stanje/vrednost 
(shranjena v flip flop). Čeprav ima lahko logični element več kot 4 vhode, kot je 
prikazano na sliki 11, imajo v splošnem le en izhod. Na sliki 12 je prikazano kako so 
logični bloki razporejeni, da lahko tvorijo niz logičnih vrat znotraj FPGA. Različni 
proizvajalci imajo nekoliko različne konfiguracije, vsi pa uporabljajo neko izvedbo 
programabilne stikalne matrike na stičnih točkah povezovalnih vodov logičnih blokov. 
Ker imajo FPGA vezja programabilna stikala in programabilne logične elemente, 
lahko sistem nastavimo tako, da realizira vsako kombinacijo logičnih funkcij, dokler 
celotna zasnova ne presega razpoložljivega števila logičnih elementov in stikal. 
Programiranje logičnih funkcij v FPGA je seveda kompleksen proces, ki ga izvajajo 
namenska CAD orodja, izdelana posebej za proizvajalca FPGA naprave. V splošnem 
ta orodja omogočajo vnos v jeziku VHDL, sintezo in končno implementacijo 
(postavitev) kot funkcijske bloke, ki jih potem sistematično in logično povezuje na I/O 
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priključke naprave. Strojno postavitev vezja (ang. hardware image) potem 
prilagodimo izbranemu vezju z uporabo napredne optimizacijskih metod [8]. 
 
Slika 12: Prikaz razporeda logičnih blokov. 
Zakaj	izbrati	FPGA?	
FPGA je uporabljen za generator kode in križno korelacijo (ang. cross-correlation) 
prejetega in oddanega signala. Razlogov za izbiro FPGA je veliko in če naštejemo 
nekatere : 
- FPGA lahko deluje pri višjih frekvencah kot npr. mikrokrmilniki.  
- FPGA lahko obdeluje podatke vzporedno z uporabo vzporednih poti v logičnih 
vratih, kar lahko dodatno poveča zmogljivosti naprave.  
- FPGA lahko zagotavlja vso funkcionalnost, ki je potrebna za našo aplikacijo in 
se lahko zlahka poveže z vrsto različnih zunanjih enot   
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- FPGA vezja so enostavno prilagodljiva in se jih enostavno programira. Z njimi 
lahko izdelujemo vezja po meri ASIC (ang. Application Specific Integrated 
Circuits). Lahko delujejo pri višjih frekvencah in porabijo manj električne 
energije kot FPGA, vendar so manj prilagodljivi.  
- Dostopnost razvojnih plošč. 
	VHDL	ali	ASIC	kot	izbira	
ASIC tehnologija (Application-Specific Integrated Circuit), je požela veliko uspeha na 
račun svoje prilagodljivosti, visoke hitrosti in zmogljivosti vezij. V izdelavi dizajna, 
testiranj in vzpostavitev proizvodnje linije, je ASIC zelo drag. V primerih, ko je trg za 
določeno napravo zelo velik in če reprogramabilnost naprave ni potrebna in je visok 
strošek inženiringa enkraten NRE (ang. non-recurring engineering), šele takrat je 
proizvodnja z manjšim in hitrejšim ASIC opravičljiva.   
Striktno gledano, je ASIC naprava, ki jo lahko realiziramo z FPGA, nato pa 
nepotrebne bloke odstranimo. FPGA vezja tudi nimajo veliko perifernih enot npr. 
splošno namenskih A/D pretvornikov, zato jih po končanem razvoju integriramo 
skupaj v ASIC. Prednosti enega in drugega lahko vidimo v spodnji tabeli 2:  
 
 ASIC FPGA 
NRE stroški Visoki Nizki 
Cena na enoto Cenejši Dražji 
Hitrost Hitrejši Počasnejši 
Reprogramabilnost na 
terenu 
Ni mogoča Je mogoča 
Poraba površine vezja Manjši Večji 
Čas lansiranja na trg Daljši Krajši 
Stroški razhroščevanje Visoki Nižji 
Tabela 2: Primerjava FPGA in ASIC. 
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Paralelno	procesiranje	
Morda največja prednost FPGA pred drugimi tehnologijami je možnost vzporedne 
obdelave podatkov. Razvijalcem se ni več potrebno zanašati na ASIC proizvajalca, 
da mu zagotovi potrebna orodja za obdelavo strojne opreme, zato lahko razvijalec 
sam oblikuje bloke v željeno obliko in posledično v delujočo napravo.   
Slika 13 prikazuje koncept delovanja FPGA vezja. Prikazano je kako FPGA uporablja 
štirikratno hitrost digitalne obdelave signalov z uporabo obstoječih HDL definiranih 
DSP jeder, z nadzornim centrom. Za trenutek vzemimo, da lahko originalno DSP 
jedro izvaja določeno operacijo v štirih urnih taktih. To daje izhod ¼ =0,25 operacije 
na en takt signala ure. V konfiguraciji na sliki 13 nadzorno jedro priključi vhodne in 
izhodne podatke v rotacijski način in s tem omogoči novo vhodno vrednost, da 
uporabimo za vhode drugih DSP jeder vsak cikel signala ure. Tak DSP blok bo 
deloval vzporedno na enem sekvenčnem toku vhodnih podatkov. Naš rezultat je 
4/4=1 operacij na urin cikel, kar je štirikratno izboljšanje. Ta primer je bilo dokaj 
enostavno doseči z uporabo ustreznih CAD in HDL logično programabilnih orodij. 
DSP jedro je definirano v HDL kodi (v večini primerov je intelektualna lastnina 
nekoga drugega). HDL kodo uvozimo v CAD sistem skupaj z po meri ustvarjenim 
jedrom, ki je opisano v HDL. Naštete komponente bi bilo mogoče logično povezati z 
uporabo grafičnih orodij CAD. Ko je to narejeno, nastali sistem prevedemo v 
programabilno strojno sliko in jo naložimo v FPGA. Opisan je samo najbolj razširjen 
način izkoriščanja FPGA za vzporedno obdelavo podatkov. Skupna lastnost vsem je 
večja učinkovitost obdelave podatkov.  
 
 
Slika 13: Osnovni koncept delovanja FPGA. 
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VHDL	programiranje	
V programiranju FPGA vezij lahko uporabimo veliko različnih programskih jezikov kot 
je npr. Verilog System C, AHDL in VHDL. Odločili smo se za uporabo Very High 
Speed Integrated Circuit (VHSIC) Hardware Description Language (VHDL), saj ta 
omogoča prenosljivost modela (ang. design portability) in je najprimernejši za 
uporabo v naši aplikaciji. VHDL je široko uporaben programski jezik za VHSIC 
naprave, kot je FPGA,CPLD in ASIC.  
V VHDL moramo implementirati pet komponent:  
- Generator kode (ang. code generator),  
- PISO pomikalni register - paralelni vhod, serijski izhod   
(ang. parallel-in serial-out), 
- SIPO pomikalni register - serijski vhod, paralelni izhod  
(ang. serial-in parallel-out shift register),  
- modul za križno korelacijo (ang. cross-correlator) in  
- časovnik za merjenje časa preleta signala (TOF).  
Povezava med temi komponentami je prikazana na spodnji sliki 14. 
 
Slika 14: Povezava komponent v FPGA. 
Ko merilna naprava prejme prožilni signal na vhodu, začne s tvorbo kode na izhodu. 
Modulacijska koda se naloži v PISO pomikalni register in se premika z določeno 
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uro/frekvenco. Izhod PISO pomikalnega registra je zaporedni niz bitov in bo 
uporabljen za moduliranje impulza, s čimer dosežemo kompresijo impulza. Signal, ki 
se vrne, je prejet in vodimo na SIPO pomikalni register. Vrednosti v SIPO 
pomikalnem registru in koda, ki jo proizvaja generator kode, se primerjajo v realnem 
času s križno korelacijo in križno korelacijski izhod je pridobljen. Meritev časa, preko 
katerega dobimo izhodni TOF, je izvedena s štetjem števila urinih ciklov, ki minejo 
med prednjim robom prožilnega signala (ang. trigger) signala in prednjim robom 
izhoda križne korelacije. 
Uporabljen	FPGA	Basys2	
Uporabili smo Basys2 FPGA razvojno ploščo, ki je primerna za začetnike FPGA 
tehnologije, da si pridobijo izkušnje. Razvojna plošča je zgrajena okoli Xilinx Spartan-
3E FPGA in Atmel AT90USB2 USB krmilnika. Plošča vsebuje veliko integriranih 
vhodno/izhodnih naprav in vsa vezja, potrebna za delovanje FPGA, tako da je možno 
ustvariti veliko različnih modulov, brez potreb po dodatnih komponentah.   
Štirje standardni razširitveni priključki omogočajo razširitev BASYS 2 razvojne plošče 
z dodatnimi zunanjimi vezji. Signali na vhodno/izhodnem priključku so zaščiteni pred 
ESD (Electrostatic discharge) in kratkemu stiku, kar zagotavlja enostavno rokovanje 
z razvojno ploščo. Bistvena prednost BASYS 2 razvojne plošče je, da brezhibno 
deluje z vsemi različicami orodja Xilinx ISE, vključno s WebPACK orodjem.  
Glavne lastnosti Basys2 razvojne plošče so:  
- Xilinx Spartan-3E FPGA z 100 tisoč vrati 
- FPGA ima 18-bitne izbiralnike 
- 72 kb hitrega blokovnega rama z dvojnimi vrati (ang. dual port RAM) 
- Delovna frekvenca: 500 MHz (z internim blokom množilnika signala ure)  
- Uporabniška izbira frekvence oscilatorja (25, 50, 100 MHz) 
- Dodatna vrata za drugi oscilator 
- Trije napetostni regulatorji integrirani na TIV, ki omogočajo priključitev različnih 
vhodnih napetosti (3,5 do 5,5 V) 
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- 8 LED diod, 4 tipk in 8 drsnih stikal 
- štiri mestni sedem segmentni zaslon 
- Štirje vmesniki s 5 priključki za I/O naprave 
MERITEV	RAZDALJE	
Z uporabo TOF za meritev razdalj prihaja primarno do sistemske napake zaradi 
degradacije amplitude prejetega signala in negotovosti hitrosti zvoka. TOF metoda je 
najbolj uporabna pri velikih, oddajnih in prejemnih močeh, vendar je le ta močno 
omejena z zmogljivostjo oddajnika, saj mora biti ta visoke kvalitete, moči in 
posledično cene. Dvig oddajne frekvence sicer poveča natančnost in resolucijo 
meritve, vendar z višjo frekvenco so tudi višje izgube v prenosnem mediju. Zaradi 
tega je največja možna meritev razdalje omejena. V običajnih razmerah, kjer se 
meritev opravi do razdalje nekaj metrov, je primerna frekvenca nekje med 20 kHz in 
100 kHz z namenom, da dosežemo spremenljivo jakost odbitega/prejetega signala. 
Torej TOF metoda merjenja razdalje je podvržena veliki stopnji napake, ki znaša 
reda cm, zaradi uporabe zraka kot prenosnega medija, le to pa povzroči omejeno 
uporabo takih meritev.  
Za natančnejšo oceno razdalje je primernejša izbira sistema s primerjavo faze 
prejetega/odbitega signala z oddajnim signalom. To je zato, ker je informacija o 
razdalji podana s spremembo faze periodičnega signala, ki je vzorčen med 
sprejemom in oddajo. Tako se naključne spremembe faznega zamika, kot posledica 
zaradi zračnih vrtincev, okoljskega hrupa, električnega hrupa itd. izločijo z iskanjem 
povprečja. Večina aplikacij za merjenje razdalj s pomočjo ultrazvoka uporablja fazni 
zamik ene konstantne oddajne frekvence. Če je oddajnik napajan z zveznim 
sinusnim signalom, ki ustreza prejetim akustičnim valom, lahko zapišemo kot: 
Vr(t)=Ar sin(vt+0) 
Enačba 9: Karakteristična impedanca. 
Kjer Ar predstavlja največjo vrednost prejetega signala, v je resonančna kotna 
frekvenca pretvornika in 0 je fazni zamik, ki je linearno sorazmeren proti izmerjeni 
razdalji do merilne točke. Merilno območje oziroma razdalja L se lahko določi iz fazne 
razlike ene same frekvence, če največja merilna razdalja ne preseže ene celotne 
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valovne dolžine, sicer je rezultat dvoumen. Največja merljiva razdalja s resonančno 
frekvenco 40 kHz je zato približno 4,25 mm, pri ustrezni hitrosti ultrazvoka 340 m/s, 
kar je premalo za večino aplikacij. Čeprav to slabost lahko izboljšamo z več stalnimi 
frekvencami (ang. multiple-frequency countinuous wave technique), s katerimi lahko 
izračunamo razdalje večje od valovne dolžine, je merilno območje še vedno omejeno 
in znaša ca. 1500 mm.  
Eden izmed primerov merjenja je metoda TOF, ki je združena z merjenjem faze in 
tako vsaj v teoriji dobimo natančnost meritve manj kot 1 mm. To je metoda, ki jo 
bomo uporabili, saj ima dva neodvisna načina merjenja. Prvi način izračuna približno 
vrednost TOF in z drugim delom izračunamo fazni zamik med prejetim in oddanim 
signalom.   
Predlagana metoda temelji na oddajanju BFSK signala. Po prejemu signala se TOF 
izračuna s časovne razlike, ki je mine med obema oddanima frekvencama in dvema 
faznima razlikama prejetih in oddanih signalov obeh frekvenc z namenom, da bi 
povečali natančnost meritve časa.   
Tak tip meritve se načeloma uporablja tudi pri merjenju z kljunastim merilom. Najprej 
izmerimo grobo meritev, nato natančnejšo meritev (ang. Vernier), da izboljšamo 
končni rezultat. S tem dosežemo višjo natančnost končne meritve.   
Oddani in prejeti signali so prikazani na sliki 15. Oddani signal BFSK ima 2 frekvenci 
f1 in f2, ki sta prikazani na sliki 15. Tr je perioda signala ST. SR je prejeti signal, ki 
ustreza oddanemu signalu.  
 
Slika 15: Prikaz odbojev in merjenja pri TOF. 
22 
OBDELAVA	PREJETEGA	SIGNALA	
Izračun	TOF	
Metoda za izračun TOF je sledeča: Na sliki 15 je pretečeni čas ∆T, ki je povratni 
potovalni čas oddanega signala iz oddajnika do odbojne površine in nazaj do 
sprejemnika. Lahko je izračunan od oddanega/prejetega signala in zapisan kot 
.  
Čas t1 je tu predstavljen kot čas oddanega signala, ko se frekvenca f1 spremeni v f2. 
Čas t2 je čas, ko se frekvenca sprejetega signala spremeni iz f1 v f2. 
 
WHEN GEN_40 => 
 RST_40K <= '1';  --zaženi generator 39k signala 
 FREQ <= "00";   -- na izhod pošlji 39k signal 
 IF CNT_40K = '0' THEN 
  state <= GEN_40; --dokler ni bilo oddanih 10 impulzov ostani v stanju GEN_40 
 ELSE 
  state <= GEN_41; --pojdi v naslednje stanje 
  RST_41K <= '1'; -- zaženemo 41k generator 
  FREQ <= "01";  -- na izhod gre 41k signal 
  RST_TOF <= '1'; -- začnemo merit TOF 
END IF; 
 
WHEN M_41K => 
IF (PER_SIG > 1160) AND (PER_SIG < 1220) THEN -- Čakamo da izmerimo frekvenco 41k 
TOF_BUFF <= TOF_SIG;   -- TOF izmerjen in ga shranimo 
state <= M_FAZA_2_START; -- nato gremo merit fazo 2 
RST_FAZA_2 <= '1';   -- zaženemo meritev faze 2 
 ELSE 
state <= M_41K;    -- Čakamo na 41 k 
END IF;   
 
Zgornji del kode prikazuje štart TOF števca v trenutku, ko smo spremenili izhodno 
frekvenco oddajnika iz 39 kHz na 41 kHz. Prav tako je v spodnjem delu kode 
odebeljen del, kjer je označen del kode, ko ustavimo TOF števec, potem ko na 
sprejemnem vezju prejmemo frekvenco 41 kHz.   
Če pogledamo delovanje kode, vidimo, da smo na začetku zagnali generator 39 kHz 
signala in ga poslali na izhod. 39 kHz smo oddajali, dokler ni bilo oddanih 10 period, 
nato smo prešli v naslednje stanje. V tem stanju smo zagnali 41 kHz generator in ga 
dali na izhod, hkrati pa začnemo meriti TOF. Nato čakamo, da na sprejemu izmerimo 
signal z frekvenco 41 kHz in ko ga prejmemo je TOF izmerjen in shranjen. Sledi 
merjenje faze 2, ki pa je natančneje opisana v naslednjem poglavju. Spodnji del kode 
prikazuje delovanje števca za izračun TOF. 
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process (CLK_IN, nRST) 
begin 
if (nRST = '0') then 
COUNTER <= (others => '0'); 
elsif (rising_edge(CLK_IN)) then 
COUNTER <= COUNTER + 1; -- add '1' 
end if; 
end process 
 
Zaznavanje	faznega	premika	
Zaznavanje faznega premika temelji na dveh diskretnih neprekinjenih frekvencah. 
Fazno razliko zaznamo s križno korelacijo sprejetega in oddanega signala. 
Neprekinjeno valovanje z f1 in sprejeti signal s frekvencama f1 in f2 sta prikazana na 
sliki 16. Fazni zamik  je razlika med fazo neprekinjenega signala in prejetega 
signala f1. Potek meritve je prikazan v spodnjem diagramu stanj. 
 
Slika 16: Prikaz merjenja faze. 
 
WHEN M_FAZA_1_START => 
IF FAZA_1_SIG = 0 THEN 
state <= M_FAZA_1_START; -- Čakamo da se meritev faze 1 zaključi, dokler meri 
fazo je na izhodu komponente 0 
ELSE 
FAZA_1_BUFF <= FAZA_1_SIG; -- Shranimo rezultat meritve faze 1 
LEDICE <= FAZA_1_SIG(7 downto 0); -- Prikažemo del razultata na ledicah 
(debugging) 
state <= M_41K; -- Gremo v naslednje stanje 
RST_FAZA_1 <= '0'; -- Ustavimo meritev faze 1 
END IF;  
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WHEN M_FAZA_2_START => 
IF FAZA_2_SIG = 0 THEN 
state <= M_FAZA_2_START; -- čakamo da se meritev faze 2 zaključi 
ELSE 
FAZA_2_BUFF <= FAZA_2_SIG; -- shranimo rezultat meriteve faze 2 
LEDICE <= FAZA_2_SIG(7 downto 0); -- Prikažemo rezultat meritve faze 2 na 
ledicah (debugging) 
state <= KONEC; -- gremo v zaključno stanje 
RST_FAZA_2 <= '0'; -- ugasnemo merilnik faze 2 
END IF;  
 
Zgornji del kode prikazuje izračun obeh faz in prikaz le teh na LED za 
razhroščevanje. Algoritem najprej čaka, da se meritev faze 1 zaključi in dokler meri 
fazo je izhod komponente enak 0. Shranimo rezultat meritve faze 1 in prikažemo 
rezultat meritve na LED. Ko smo meritev faze 1 zaključili, gremo v naslednje stanje in 
ugasnemo meritev faze 1 in na podoben način izmerimo fazo 2.  
Čakamo, da se meritev faze 2 zaključi in shranimo rezultat meritve faze 2. Prikažemo 
rezultat meritve faze 2 na LED diodah za razhroščevanje, preidemo v zaključno 
stanje in ugasnemo merilnik faze 2.  
Faza se izračuna na podlagi spodnje kode, ki meri fazno razliko med dvema 
signaloma enake frekvence. Bistvena je XOR operacija na začetku, ki je operacija 
med signalom generatorja in prejetim signalom. Signala sta zamaknjena toliko, 
kolikor je širina visokega stanja FAZA_SIG signala.  
V stanju S0 čakamo, da bo XOR signalov 0, če je ob začetku meritve 1. Ko dobimo 
na XOR signal 0 preidemo v stanje S1. V stanju S1 čakamo, da bo XOR signalov 0, 
če je ob začetku meritve 1. Ko dosežemo stanje XOR vrat 0, preklopimo v novo 
stanje S2. V stanju S2 čakamo in dokler XOR signal ne preklopi v vrednost 1, 
povečujemo števec in ko pade vrednost XOR vrat na 0, zapišemo vrednost števca na 
izhod. S tem smo izmerili vrednost faznih razlik. 
 
 
begin 
 
FAZA_SIG <= SIG_1 xor SIG_2; 
 
process (CLK, RST) 
begin 
if RST = '0' then 
COUNTER <= x"0000"; 
state <= s0; 
FAZA <= x"0000"; 
elsif rising_edge(CLK) then 
CASE state IS 
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WHEN s0 =>  -- čakamo, da bo XOR signalov 0, če je ob začetku meritve 1 
IF FAZA_SIG = '0' THEN 
state <= s1; 
ELSE 
state <= s0; 
END IF; 
WHEN s1=> -- čakamo, da bo XOR signalov 1, da lahko začnemo z meritvijo širine 
visokega stanja 
IF FAZA_SIG = '0' THEN 
   state <= s1; 
  ELSE 
   state <= s2; 
  END IF; 
WHEN s2=> -- dokler je XOR signalov 1, povečujemo counter in ko pade na 0, 
zapišemo vrednost counterja na izhod. Ta vrednost je fazna razlika. 
IF FAZA_SIG = '1' THEN 
COUNTER <= COUNTER + 1; 
ELSE 
state <= s3; 
FAZA <= COUNTER; 
END IF; 
WHEN s3=> 
state <= s3; 
END CASE;  
end if; 
end process; 
Bločna	shema	
Potek meritve razdalje je podan na spodnji bločni shemi. Shema prikazuje 
poenostavljen postopek meritve razdalje z merjenjem modulacije. Podobno lahko 
vidimo vse kritične trenutke meritve, kot npr. kdaj začnemo meriti TOF in kje merimo 
fazno razliko.  
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 Slika 17: Bločna shema izračuna razdalje. 
Izdelava	ojačevalnega	vezja	
Za ojačitev prejetega signala potrebujemo ojačevalno vezje. Pri izdelavi vezja smo 
morali biti pazljivi, saj hitro pride do neželenih oscilacij in presluhov. Kljub temu, da 
smo pri izdelavi vezja imeli nekaj težav, smo na koncu prišli do optimalnega vezja, ki 
daje najboljše rezultate.   
Pri izdelavi smo morali paziti, da smo izdelali ojačevalnik, ki ima nizek šum in veliko 
ojačenje. Signal, ki ga sprejmemo na sprejemnem zvočniku, je majhen in zaradi tega 
smo morali prejeti signal ojačiti. To smo dosegli z dvostopenjskim ojačevalnikom, pri 
čemer smo dosegli zelo visoko ojačenje. Pri tem smo morali paziti na mejno 
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frekvenco ojačevalnika kot tudi na odzivni čas ojačevalnika. V primeru, da je 
ojačevalnik s prenizko mejno frekvenco, se spremembo frekvence na sprejemu težje 
opazi. Na prvi ojačevalni stopnji smo uporabili NPN tranzistor, druga ojačevalna 
stopnja temelji na operacijskem ojačevalniku. Druga stopnja združuje ojačevalnik in 
Schmittov prožilnik. Slednjega smo morali vgraditi, da se sprejemno vezje ne proži, 
ko sprejema samo šum. Iz druge stopnje dobimo signal z amplitudo od 0 do Vcc, kar 
povzroči problem prilagoditve vhodnih nivojev na sprejemljivo območje napetosti za 
Basys2 ploščo. FPGA vezje potrebuje vhodni signal z amplitudo med 0 V in 3 V, pri 
izdelanem predojačevalniku pa velja Vcc= 12 V. Za zmanjšanje napetosti smo 
uporabili MAX485, ki je oddajnik nizke moči, namenjen predvsem komunikaciji kot je 
npr. RS-485 ali RS-422. MAX 485 smo uporabili kot diferencialni oddajnik, ki ga 
napajamo z 3.3 V. Za prilagoditev smo uporabili diferencialno vezje namesto 
uporovnega delilnika, saj je enostavno vendar hitro in natančno, in najpomembneje - 
ne vnaša dodatnih (spremenljivih) faznih zamikov. V začetnih inačicah izdelave 
tiskanih vezij smo imeli težave s spremenljivimi faznimi zamiki, ničelno napetostjo in 
nezaznavanjem spremembe sprejete frekvence. Na vezje smo dodali trimer 
potenciometer, ki je vezan na izhod tranzistorja in vhod ojačevalca. Ko na vhodu ni 
prejetega signala, mora biti napetost na vhodnih priključkih operacijskega 
ojačevalnika enaka, da lahko potem operacijski ojačevalnik deluje optimalno.  
Na sliki 17 je predstavljena osnovna shema ojačevalnega vezja, na kateri so 
predstavljeni vsi glavni sestavni elementi tiskanega vezja (TIV). Ker smo TIV 
izdelovali v več različnih inačicah, smo prototipe izdelali na preizkusni TIV, saj 
omogoča hitre in enostavne prilagoditve.  
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 Slika 18: Shema ojačevalnega vezja. 
 
Krmiljenje 7 segmentnega zaslona je narejeno po predlogi laboratorijskih vaj pri 
predmetu Načrtovanje digitalnih vezij [9]. 
 
Slika 19: Shema multipleksiranja 7-segmentnega zaslona. 
 
Za tvorbo signala s frekvenco 39 kHz in 41 kHz smo uporabili ločena delilnika ure. Ta 
signal smo vezali preko multiplekserja na izhod za vzbujanje zvočnika. V našem 
primeru nismo uporabili dodatnega ojačevalca za ojačenje izhodnega signala, ker 
merilno vezje uporabljamo na relativno kratkih razdaljah. Ojačevalec bi lahko dodali v 
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primeru, ko bi merili večje razdalje in bi ga lahko dodali kot izboljšavo obstoječega 
sistema.  
TOF kot osnovno meritev razdalje merimo med frekvencama. Pri spremembi oddajne 
frekvence iz 39 kHz na 41 kHz vklopimo časovnik, ki ga pri prejemu 41 kHz 
frekvence ustavimo. TOF prikažemo na 7 segmentnem zaslonu. Fazo 1 merimo pri 
prejetem signalu s frekvenco 39 kHz in fazo 2 merimo pri prejemu signala s 
frekvenco 41 kHz. Primerjavo faze prejetega in oddanega signala prikažemo na 
svetlečih diodah. Potek delovanja meritve je prikazan na diagramu stanj.  
Pri izdelavi merilnika je največjo težavo predstavljala zaznava med preklopoma 
frekvenc. Oddajni zvočnik oz. vezje ima svojo naravno/resonančno frekvenco okoli 
40 kHz, pri kateri ima največjo občutljivost, kot kaže Slika 20. Najmanjše odstopanje 
od te frekvence povzroči zelo velik padec amplitude prejetega signala, kar je razlog, 
da so na izbrani frekvenci ± 1 kHz odmaknjeni od optimalne frekvence oddajnika. Pri 
spremembi frekvence prejetega signala imamo problem z detekcijo spremembe. 
Sprejemno vezje potrebuje od dve do štiri periode signala z novo frekvenco, da 
zazna spremembo. Frekvenci smo nastavljali glede na karakteristiko na Sliki 20, s 
ciljem da bi pri obeh frekvencah dobili odziv enake velikosti, vendar kljub optimizaciji 
nastavitve delilnikov točne zaznave spremembe frekvence ni mogoče nastaviti. Na 
sposobnost detekcije spremembe frekvence močno vpliva tudi kvaliteta ojačevalnega 
vezja, ki ni omogočila ponovljive detekcije preklopa, kljub umerjanju vezja. Slednje 
povzroči, da zaznava točne spremembe frekvence, z opremo ki je bila na voljo, ni 
mogoča, saj bi potrebovali oddajnike in sprejemnike veliko višje kvalitete s širšo 
pasovno širino delovanja. Z uporabo kvalitetnejših ultrazvočnih pretvornikov bi lahko 
oddani frekvenci med seboj bolj oddaljili, s čimer bi na sprejemu signala lažje zaznali 
spremembo. Slika 20 prikazuje občutljivost oddajnika na spremembo frekvence, ki ga 
je podal proizvajalec ultrazvočnega pretvornika. Upoštevati je potrebno, da so naše 
frekvence iz optimalnega območja oddaljene za več kot 10 dB, tako pri oddaji kot tudi 
pri sprejemu signala, kar povzroči neoptimalno delovanje sprejemnika.  
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 Slika 20: Frekvenčni potek občutljivosti ultrazvočnega oddajnika. 
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MERITVE 
V tem poglavju so predstavljeni rezultati meritev, ki smo jih opravili na zgoraj 
opisanem ojačevalnem vezju in Basys2 FPGA vezjem. Meritve smo opravili v 
laboratoriju LEV, na Fakulteti za elektrotehniko. Signale smo merili z osciloskopom 
Siglent SDS1102X z pasovno širino 100 MHz [10]. Merilno sondo osciloskopa smo 
imeli nastavljeno na razmerje 1:1, pri meritvah pa smo izmerili potek oblike napetosti 
signala. Podatki meritev so vidni v opisih poleg slik. 
 
Slika 21: Oddan signal. 
Slika 21 prikazuje vzbujalni signal oddajnika, prvih 10 impulzov s frekvenco 39 kHz in 
drugih 10 impulzov s frekvenco 41 kHz. Meritev je opravljena z sondo osciloskopa v 
razmerju 1:1, na izhodnih točkah Basys2 FPGA vezja. Merili smo z vertikalno 
občutljivostjo 2 V/razdelek in horizontalno občutljivostjo 50 µs/razdelek. 
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 Slika 22: Oddan signal, meritev prvega dela. 
Na sliki 22 vidimo, da je izmerjena frekvenca (38,3 kHz) nekoliko nižja od željene 39 
kHz. V praksi ne vpliva bistveno na rezultat meritve. Meritev je bila opravljena na 
izhodnih točkah FPGA vezja. Merili smo z vertikalno občutljivostjo 2V/razdelek in 
horizontalno občutljivostjo 5 µs/razdelek. 
 
Slika 23: Oddan signal, meritev drugega dela. 
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Slika 23 prikazuje drugi del signala, kjer smo izmerili frekvenco 41,14 kHz, kar je 
skoraj točno želena frekvenca (41 kHz). Meritev opravljena na izhodnih točkah FPGA 
vezja, merjeno z vertikalno občutljivostjo 2 V/razdelek in horizontalno občutljivostjo 5 
µs/razdelek. 
 
Slika 24: Sprejet in ojačen signal na izhodu ojačevalnega tranzistorja. 
Na sliki 23 vidimo, kako se valovni paket odbije in vrne do sprejemnika. Sprejemnik 
ne zaniha v trenutku s polno amplitudo, ampak najprej amplituda narašča, kar lahko 
pripisujemo odzivnemu času ultrazvočnega pretvornika. Ob spremembi frekvence 
amplituda upade in nato nekoliko naraste. Frekvenca se ne spremeni v trenutku, 
ampak potrebuje nekaj period, kjer zvezno narašča. Glavni problem pri zaznavanju 
točke preklopa je bil, da nismo mogli ponovljivo izmeriti trenutka spremembe 
frekvence. Vzrok je v merilnem vezju, saj bi ga morali nadgraditi s stopnjo za 
avtomatsko prilagoditev ojačenja (AGC). Žal pa takšna stopnja vnaša dodatno 
zakasnitev, ki je odvisna od dvižnega (ang. Attack time) in upadnega časa (ang. 
Decay time) spremembe srednje vrednosti sprejetega signala. Dvižni čas AGC 
sistema je definiran kot časovna razlika, ki je mine dokler signal ne doseže 70% 
napetosti linije od sprejema vhodnega signala. Obratno upadni čas predstavlja 
časovno razliko, ko napetost pade na 30% najvišje vrednosti. V vezju za obdelavo 
signala je konstantna zakasnitev zelo pomembna, saj poenostavi vezje za detekcijo. 
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Merili smo z vertikalno občutljivostjo 0,5 V/razdelek in horizontalno občutljivostjo 100 
µs/razdelek. 
 
Slika 25: Sprejet signal na vhodu FPGA vezja. 
Slika 24 prikazuje obdelan sprejeti signal na vhodu FPGA. Iz tega signala FPGA 
izračuna oz. izmeri frekvenco, ki je 39,65 kHz. Merili smo z vertikalno občutljivostjo 1 
V/razdelek in horizontalno občutljivostjo 50 µs/razdelek. 
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 Slika 26: Prvi del sprejetega signala. 
Na sliki 25, pri prvem delu sprejetega signala opazimo, da je izmerjena frekvenca 
pomaknjena k 40 kHz (39,58 kHz). Merili smo z vertikalno občutljivostjo 1 V/razdelek 
in horizontalno občutljivostjo 5 µs/razdelek. 
 
Slika 27: Drugi del sprejetega signala. 
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Na sliki 26, pri drugem delu sprejetega signala je izmerjena frekvenca tudi 
pomaknjena proti 40 kHz (40,36 kHz). Merili smo z vertikalno občutljivostjo 
1V/razdelek in horizontalno občutljivostjo 5 µs na razdelek.  
Iz natančnejših meritev je razvidno, da je med sprejetima frekvencama razlika manj 
kot 1kHz, kar je povzročilo težave pri natančni zaznavi spremembe frekvence in tako 
onemogočilo dovolj natančno meritev TOF iz katerega bi približno izračunal razdaljo 
in jo nato korigiral še z natančnejšo meritvijo obeh faznih razlik. 
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SKLEP 
Pri uporabi meritve razdalje samo z TOF je način merjenja precej enostavnejši in ga 
je mogoče opraviti z razvojnimi ploščami kot je npr. Arduino. Pri meritvi z BFSK pa 
meritev z Arduino modulom ni mogoča, ker je to vezje preprosto prepočasno. Pri 
meritvi z BFSK se oddajne frekvence spreminjajo, zato je potreba po zaznavi 
spremembe frekvence ključnega pomena. To pomeni, da moramo uporabiti 
sprejemna in oddajna vezja visoke kvalitete. Sprejemna vezja take kakovosti so 
draga in težko dobavljiva. Posamezni senzor stane več kot 100 USD, kar pa jih 
potrebujemo več bi to naš sistem to močno podražilo. Največja težava pri spremembi 
frekvence je v ultrazvočnem pretvorniku, saj zaradi slabega odzivnega časa 
potrebuje več nihajev, da uspešno zazna spremembo frekvence. Na oddajni strani pa 
je največja težava velik in nesimetričen padec oddajne moči ultrazvočnega 
oddajnika, ko se oddaljimo od njegove optimalne frekvence.   
Rešitev bi bila, da bi uporabili več oddajnikov, ki imajo svojo naravno frekvenco v 
različnih frekvenčnih območjih, vendar je tak tip oddajnika veliko kompleksnejši, večji 
in dražji. Iz ponudbe na prostem trgu ultrazvočnih oddajnikov je razvidno, da je 
večina oddajnikov namenjena TOF meritvam na območju 40 kHz.   
Rezultati meritve žal niso bili dovolj uspešni, zaradi želje po uporabi čim cenejših 
(beri splošnih) ultrazvočnih pretvornikov. Uporabiti bi morali namenske oddajne 
pretvornike, ki bi omogočili natančnejše zaznavanje spremembe frekvence in s tem 
tudi natančnejšo zaznavo spremembe faze.   
Vezje sicer deluje brez težav, vendar je napaka zaradi netočne zaznavanja trenutka 
spremembe frekvence preprosto prevelika, kar posledično povzroči veliko napako pri 
merjenju razdalje. 
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PROGRAMSKA	KODA	
GLAVNI DEL 
 
entity main is 
 Port (CLK: in STD_LOGIC; 
    nRST, SIG_IN: in STD_LOGIC; -- Reset gumb in vhodni signal meritve 
   SIG_OUT, SIG_TEST : out STD_LOGIC; -- Testni signal za debugging in izhodni signal za 
vzbujanje 
    nDIGIT : out STD_LOGIC_VECTOR (3 downto 0); -- 7 segmenten led zaslon multipleksing 
    LEDICE : out STD_LOGIC_VECTOR (7 downto 0); -- 8 ledic (indikator izmerjene faze) 
    LED : out STD_LOGIC_VECTOR (6 downto 0)); -- 7 segmentni LED zaslon 
end main; 
 
architecture Behavioral of main is 
 
-- Delilnik ure 
component generator is 
 generic(Clock_divisor : natural := 50000000); 
 Port (CLK_IN : in STD_LOGIC; 
    nRST : in STD_LOGIC; 
    CLK_OUT : out STD_LOGIC); 
end component; 
 
-- Stevec po modulu m za stetje oddanih impulzov 
component stevec_m is 
 generic(Modul : natural := 60); 
  
 Port (CLK_IN : in STD_LOGIC; 
    nRST : in STD_LOGIC; 
    SIG_OUT : out STD_LOGIC); 
end component; 
 
-- Stevec, ki se vsak urin cikel poveca za 1 za meritev TOF 
component stevec is  
 Port (CLK_IN : in STD_LOGIC; 
    nRST : in STD_LOGIC; 
    STEVEC_OUT : out STD_LOGIC_VECTOR(31 downto 0)); 
end component; 
 
-- Meritev periode (frekvence) vhodnega signala 
component perioda is  
 Port (CLK : in STD_LOGIC; 
    SIG_IN : in STD_LOGIC; 
    RST : in STD_LOGIC; 
    PERIODA_OUT : out STD_LOGIC_VECTOR(15 downto 0)); 
end component; 
 
-- Krmilnik 7 segmentnega led zaslona narejen po predlogah lab. vaj pri predmetu načrtovanje 
digitalnih vezij 
component led_zaslon is 
 Port (nDIGIT : out STD_LOGIC_VECTOR (3 downto 0); 
   LED: out STD_LOGIC_VECTOR (6 downto 0); 
   CLK, nRST : in STD_LOGIC; 
   BIN_IN : in STD_LOGIC_VECTOR (13 downto 0)); 
end component; 
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-- Debaunce za reset tipko 
component DEBOUNCE is 
 generic(deltaT : natural := 50 
  ); 
 Port (nBUTTON, CLK : in STD_LOGIC; 
   nPULSE  : out STD_LOGIC); 
end component; 
 
-- Meritev faze 1 in 2 
component meritev_faze is 
 Port (CLK : in STD_LOGIC; 
   SIG_1 : in STD_LOGIC; 
   SIG_2 : in STD_LOGIC; 
   FAZA : out STD_LOGIC_VECTOR (15 downto 0); 
   RST : in STD_LOGIC); 
end component; 
 
signal SIG_40K, SIG_41K : STD_LOGIC; 
signal FREQ: STD_LOGIC_VECTOR (1 downto 0); 
signal CNT_40K, CNT_41K: STD_LOGIC:= '0'; 
signal RST_40K, RST_41K, RST_TOF: STD_LOGIC:= '0'; 
 
signal TOF_SIG, TOF_BUFF, MNOZ: STD_LOGIC_VECTOR (31 downto 0); 
signal REZ: STD_LOGIC_VECTOR (63 downto 0); 
 
signal RST_FAZA_1, RST_FAZA_2, RST_PER, PER_RST: STD_LOGIC:= '0'; 
signal FAZA_1_SIG, FAZA_2_SIG, PER_SIG : STD_LOGIC_VECTOR (15 downto 0); 
signal FAZA_1_BUFF, FAZA_2_BUFF, PERIODA_SIG: STD_LOGIC_VECTOR (15 downto 0); 
signal SIG_OK, RST: STD_LOGIC; 
signal ZASLON_IN : STD_LOGIC_VECTOR (15 downto 2); 
 
TYPE fsm_states IS (GEN_40, GEN_41, M_40K, M_FAZA_1_START, M_41K, M_FAZA_2_START, 
KONEC) ; 
SIGNAL state: fsm_states ; 
 
begin 
 
DBC: DEBOUNCE generic map (20000) port map (nRST, CLK, RST); 
 
ZASLON: led_zaslon port map (nDIGIT, LED, CLK, RST, ZASLON_IN); 
 
S39K: generator generic map (650) port map (CLK, RST_40K, SIG_40K); --Generacija 39k signala 
(39k) 
S41K: generator generic map (590) port map (CLK, RST_41K, SIG_41K); --Generacija 41k signala 
(41k) 
 
C39K: stevec_m generic map (10) port map (not SIG_40K, RST_40K, CNT_40K); --Stetje impulzov 
39k signala (stetje dela na falling edge) 
C41K: stevec_m generic map (10) port map (SIG_41K, RST_41K, CNT_41K); --Stetje impulzov 41k 
signala 
 
TOF: stevec port map (CLK, RST_TOF, TOF_SIG); --Merjenje TOF 
 
FAZA_1: meritev_faze port map (CLK, SIG_IN, SIG_40K, FAZA_1_SIG, RST_FAZA_1) ; --Merjenje 
FAZE 1 
FAZA_2: meritev_faze port map (CLK, SIG_IN, SIG_41K, FAZA_2_SIG, RST_FAZA_2) ; --Merjenje 
FAZE 1 
 
PER: perioda port map (CLK, SIG_IN, PER_RST, PER_SIG); --Merjenje periode 
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SIG_TEST <= RST_FAZA_2; -- Testni signal za debugging 
 
with FREQ select 
SIG_OUT <= SIG_40K when "00", 
    SIG_41K when "01",  
    '0' when others; --Izbira kater signal bo sel na izhod (ali 0) 
 
--Glavni del programa 
PROCESS (RST, clk) 
BEGIN 
 IF RST = '0' THEN 
  state <= GEN_40; 
  RST_40K <= '0'; 
  RST_41K <= '0'; 
  RST_FAZA_1 <= '0'; 
  RST_FAZA_2 <= '0'; 
  PER_RST <= '0'; 
  ZASLON_IN <= "00000000010101"; --POSTAVI VREDNOST NA ZASLONU NA 21 
  TOF_BUFF <= x"00000000"; 
  RST_TOF <= '0'; 
  LEDICE <= "01010101"; 
 ELSIF rising_edge(clk) THEN  
  CASE state IS 
   WHEN GEN_40 => 
    RST_40K <= '1'; --zazeni generator 39k signala 
    FREQ <= "00";  -- na izhod poslji 39k signal 
    IF CNT_40K = '0' THEN 
     state <= GEN_40; --dokler ni bilo oddanih 10 impulzov ostani v stanju GEN_40 
    ELSE 
     state <= GEN_41; --pojdi v naslednje stanje 
     RST_41K <= '1'; -- zazenemo 41k generator 
     FREQ <= "01";  -- na izhod gre 41k signal 
     RST_TOF <= '1'; -- zacnemo merit TOF 
    END IF; 
------------------------------------------------------     
   WHEN GEN_41 => 
    IF CNT_41K = '0' THEN 
     state <= GEN_41; -- cakamo, da oddamo vse impulze 41k signala 
    ELSE 
     PER_RST <= '1'; -- zazenemo meritev prejetega periode 39k signala 
     FREQ <= "11";  -- izhod je izklopljen 
     state <= M_40K; -- Gremo v naslednje stanje kjer cakamo na prejem signala 
    END IF; 
------------------------------------------------------     
   WHEN M_40K => 
    IF (PER_SIG > 1280) AND (PER_SIG < 1320) THEN -- cakamo, da izmerimo periodo, ki ustreza 39 
kHz 
     state <= M_FAZA_1_START; --gremo v nasledenje stanje 
     RST_FAZA_1 <= '1';  -- ko smo izmerili stabilno 39k frekvenco, zacnemo merit fazo 1 
    ELSE     
     state <= M_40K;  -- Perioda je izven toleranc, ostajamo v tem stanju 
    END IF;     
------------------------------------------------------  
   WHEN M_FAZA_1_START => 
    IF FAZA_1_SIG = 0 THEN 
     state <= M_FAZA_1_START; -- Cakamo da se meritev faze 1 zakljuci, dokler meri fazo je na 
izhodu komponente 0 
    ELSE 
     FAZA_1_BUFF <= FAZA_1_SIG; -- Shranimo rezultat meritve faze 1 
     LEDICE <= FAZA_1_SIG(7 downto 0); -- Prikazemo del razultata na ledicah (debugging) 
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     state <= M_41K; -- Gremo v nslednje stanje 
     RST_FAZA_1 <= '0'; -- Ustavimo meritev faze 1 
    END IF;  
------------------------------------------------------      
   WHEN M_41K => 
    IF (PER_SIG > 1160) AND (PER_SIG < 1220) THEN -- Cakamo da izmerimo frekvenco 41k 
     TOF_BUFF <= TOF_SIG;   -- TOF izmerjen in ga shranimo 
     state <= M_FAZA_2_START; -- nato gremo merit fazo 2 
     RST_FAZA_2 <= '1';   -- zazenemo meritev faze 2 
    ELSE     
     state <= M_41K;    -- Cakamo na 41 k 
    END IF;   
------------------------------------------------------ 
   WHEN M_FAZA_2_START => 
    IF FAZA_2_SIG = 0 THEN 
     state <= M_FAZA_2_START; -- cakamo da se meritev faze 2 zakljuci 
    ELSE 
     FAZA_2_BUFF <= FAZA_2_SIG; -- shranimo rezultat meriteve faze 2 
     LEDICE <= FAZA_2_SIG(7 downto 0); -- Prikazemo rezultat meritve faze 2 na ledicah 
(debugging) 
     state <= KONEC; -- gremo v zakljucno stanje gledat v luft 
     RST_FAZA_2 <= '0'; -- ugasnemo merilnik faze 2 
    END IF;  
    WHEN KONEC => 
    state <=KONEC;  -- IDLE 
    ZASLON_IN <= REZ(33 downto 20); -- prikazemo rezlutat na 7 
segmentnem zaslonu 
 
  END CASE; 
 END IF; 
END PROCESS; 
  
--Priblizen izracun razdalje 
MNOZ <= x"00001180"; -- mnozenje za izracun razdalje 
REZ <= (TOF_BUFF-12000)*MNOZ; -- Izracunamo razdaljo v milimetrih (odstejemo zamaknjeno 
meritev spremembe frekvence) 
 
 
end Behavioral; 
 
 
GENERATOR 
 
entity generator is 
 generic(Clock_divisor : natural := 50000000); 
  
 Port ( CLK_IN : in STD_LOGIC; 
    nRST : in STD_LOGIC; 
    CLK_OUT : out STD_LOGIC); 
end generator; 
 
architecture Behavioral of generator is 
 
signal COUNTER: STD_LOGIC_VECTOR (27 downto 0):= X"0000000"; 
signal CLK_INT: STD_LOGIC:= '0'; 
begin 
 
process (nRST, CLK_IN) 
 begin 
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 if (nRST = '0') then 
  COUNTER <= (others => '0'); 
  CLK_INT <= '0'; 
 elsif (rising_edge(CLK_IN)) then 
  if(COUNTER = Clock_divisor) then 
   COUNTER <= (others => '0'); -- set COUNTER to 0 
   CLK_INT <= not CLK_INT; 
  else 
   COUNTER <= COUNTER + 1; -- add '1' 
  end if; 
 end if; 
end process; 
 
CLK_OUT <= CLK_INT; 
 
end Behavioral; 
 
MERITEV FAZE 
 
entity meritev_faze is 
 Port (CLK : in STD_LOGIC; 
   SIG_1 : in STD_LOGIC; 
   SIG_2 : in STD_LOGIC; 
   FAZA : out STD_LOGIC_VECTOR (15 downto 0); 
   RST : in STD_LOGIC); 
end meritev_faze; 
 
architecture Behavioral of meritev_faze is 
 
signal COUNTER: STD_LOGIC_VECTOR(15 downto 0):=x"0000"; 
signal FAZA_SIG: STD_LOGIC; 
 
TYPE STATE_TYPE IS (s0, s1, s2, s3); 
SIGNAL state : STATE_TYPE; 
 
begin 
 
FAZA_SIG <= SIG_1 xor SIG_2; 
 
process (CLK, RST) 
begin 
 if RST = '0' then 
  COUNTER <= x"0000"; 
  state <= s0; 
  FAZA <= x"0000"; 
 elsif rising_edge(CLK) then 
   CASE state IS 
   WHEN s0 => 
    IF FAZA_SIG = '0' THEN 
     state <= s1; 
    ELSE 
     state <= s0; 
    END IF; 
   WHEN s1=> 
    IF FAZA_SIG = '0' THEN 
     state <= s1; 
     ELSE 
     state <= s2; 
    END IF; 
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   WHEN s2=> 
    IF FAZA_SIG = '1' THEN 
      COUNTER <= COUNTER + 1; 
    ELSE 
     state <= s3; 
      FAZA <= COUNTER; 
    END IF; 
    WHEN s3=> 
     state <= s3; 
   END CASE;  
 end if; 
end process; 
 
end Behavioral; 
 
ŠTEVEC 
 
entity stevec is  
 Port ( CLK_IN : in STD_LOGIC; 
    nRST : in STD_LOGIC; 
    STEVEC_OUT : out STD_LOGIC_VECTOR(31 downto 0)); 
end stevec; 
 
architecture Behavioral of stevec is 
 
signal COUNTER: STD_LOGIC_VECTOR (31 downto 0):= X"00000000"; 
 
begin 
 
process (CLK_IN, nRST) 
 begin 
 if (nRST = '0') then 
  COUNTER <= (others => '0'); 
 elsif (rising_edge(CLK_IN)) then 
  COUNTER <= COUNTER + 1; -- add '1' 
 end if; 
end process; 
  
STEVEC_OUT <= COUNTER; -- duty cycle 
 
end Behavioral; 
 
PERIODA 
 
entity perioda is  
 Port ( CLK : in STD_LOGIC; 
    SIG_IN : in STD_LOGIC; 
    RST : in STD_LOGIC; 
    PERIODA_OUT : out STD_LOGIC_VECTOR(15 downto 0)); 
end perioda; 
 
architecture Behavioral of perioda is 
 
TYPE fsm_states IS (A, B, C) ; 
SIGNAL state: fsm_states ; 
 
signal COUNTER, COUNTER_BUF: STD_LOGIC_VECTOR (15 downto 0):= X"0000"; 
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signal RST_SIG: STD_LOGIC:= '0'; 
 
begin 
 
process (SIG_IN, RST) 
 begin 
  
 if (RST = '0') THEN 
  state <= A; 
  RST_SIG <= '0'; 
 elsif rising_edge(SIG_IN) THEN  
  CASE state IS 
   WHEN A => 
    RST_SIG <= '1'; 
    state <= B; 
   WHEN B => 
    PERIODA_OUT <= COUNTER; 
    state <= C; 
    RST_SIG <= '0'; 
   WHEN C => 
    state <= A; 
  END CASE; 
 END IF; 
end process; 
 
process (CLK, RST_SIG, RST) 
 begin 
 
 if (RST_SIG = '0' or RST = '0') then 
  COUNTER <= (others => '0'); 
 elsif (rising_edge(CLK)) then 
  COUNTER <= COUNTER + 1; -- add '1' 
 end if; 
  
end process; 
 
end Behavioral; 
PERIODA NEW 
 
entity perioda_new is 
 Port (CLK, RST : in STD_LOGIC; 
   PERIODA : out STD_LOGIC_VECTOR (15 downto 0); 
   SIG_IN : in STD_LOGIC); 
end perioda_new; 
 
architecture Behavioral of perioda_new is 
signal COUNTER, COUNTER_PREV: STD_LOGIC_VECTOR(15 downto 0):=x"0000"; 
begin 
 
process (CLK, RST) 
begin 
 if (RST = '0') then  
  COUNTER <= x"0000"; 
 elsif (rising_edge(CLK)) then 
  COUNTER <= COUNTER + 1; 
 end if; 
end process; 
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process (SIG_IN) 
begin 
 if (rising_edge(SIG_IN)) then 
  if COUNTER > COUNTER_PREV then 
   PERIODA <= COUNTER - COUNTER_PREV; 
  else 
   PERIODA <= X"FFFF" - COUNTER_PREV + COUNTER;  
  end if; 
  COUNTER_PREV <= COUNTER; 
 end if; 
end process; 
 
end Behavioral; 
 
 
ŠTEVEC PO MODULU M 
 
entity stevec_m is 
 generic(Modul : natural := 60); 
  
 Port ( CLK_IN : in STD_LOGIC; 
    nRST : in STD_LOGIC; 
    SIG_OUT : out STD_LOGIC); 
end stevec_m; 
 
architecture Behavioral of stevec_m is 
 
signal COUNTER: STD_LOGIC_VECTOR (7 downto 0):= X"00"; 
 
begin 
 
process (CLK_IN, nRST) 
 begin 
 if (nRST = '0') then 
  COUNTER <= (others => '0'); 
 elsif (rising_edge(CLK_IN)) then 
  if(COUNTER = Modul) then 
   COUNTER <= (others => '0'); -- set COUNTER to 0 
  else 
   COUNTER <= COUNTER + 1; -- add '1' 
  end if; 
 end if; 
end process; 
  
SIG_OUT <= '1' when COUNTER = Modul else '0'; -- duty cycle 
 
end Behavioral; 
 
 
KRMILNIK 7 SEGMENTNEGA LED ZASLONA  
 
library IEEE; 
use IEEE.STD_LOGIC_1164.ALL; 
 
entity led_zaslon is 
 Port ( nDIGIT : out STD_LOGIC_VECTOR (3 downto 0); 
   LED: out S D OGIC_VECTO  (6 downto 0); T _L R
   CLK, nRST : in STD_LOGIC; 
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   BIN_IN : in STD_LOGIC_VECTOR (13 downto 0)); 
end led_zaslon; 
 
architecture arch of led_zaslon is 
 
component BIN2BCD is 
 Port (BIN : in STD_LOGIC_VECTOR (13 downto 0); 
   T,S,D,E : out STD_LOGIC_VECTOR (3 downto 0)); 
end component; 
 
component CLOCK_DIVIDER is 
 generic(Clock_divisor : natural := 1000000 
  );  
  Port ( nRST, CLK_IN : in STD_LOGIC; 
     CLK_OUT : out STD_LOGIC); 
end component; 
 
component leddriver is 
Port ( LED : out STD_LOGIC_VECTOR(6 downto 0);  
   nDIGIT : out STD_LOGIC_VECTOR(3 downto 0); 
   T, S, D, E : in STD_LOGIC_VECTOR (3 downto 0); 
DIGIT_SHIFT : in STD_LOGIC);    
end component; 
 
signal LED_CLOC : std_logic; K
signal T_SIGNAL, S_SIGNAL, D_SIGNAL, E_SIGNAL: STD_LOGIC_VECTOR(3 downto 
0); 
 
begin 
 
CD: generic map (10000 ) port map (nRST, CLK, LED_CLOCK);  CLOCK_DIVIDER 0
LDD: leddriver port map (LED, nDIGIT, T_SIGNAL, S_SIGNAL, D_SIGNAL, 
E_SIGNAL, LED_CLOCK); 
B2B: BIN2BCD port map (BIN_IN, T_SIGNAL, S_SIGNAL, D_SIGNAL, E_SIGNAL); 
 
end arch; 
 
 
BIN2BCD 
 
library IEEE; 
use IEEE.STD_LOGIC_1164.ALL; 
 
entity BIN2BCD is 
 Port (BIN : in STD_LOGIC_VECTOR (13 downto 0); 
   T,S,D,E : out STD_LOGIC_VECTOR (3 downto 0)); 
end BIN2BCD; 
 
architecture arch of BIN2BCD is 
 
component ADD3 is 
 Port (A : in STD_LOGIC_VECTOR (3 downto 0); 
   S : out STD_LOGIC_VECTOR (3 downto 0)); 
end component; 
 
signal c01in, c02in, c03in, c04in, c05in, c06in, c07in, c08in, c09in, c10in 
: STD_LOGIC_VECTOR (3 downto 0); 
signal c11in, c12in, c13in, c14in, c15in, c16in, c17in, c18in, c19in, c20in 
: STD_LOGIC_VECTOR (3 downto 0); 
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signal c21in, c22in, c23in, c24in : STD_LOGIC_VECTOR (3 downto 0); 
 
signal c01out, c02out, c03out, c04out, c05out, c06out, c07out, c08out, 
c09out, c10out: STD_LOGIC_VECTOR (3 downto 0); 
signal c11out, c12out, c13out, c14out, c15out, c16out, c17out, c18out, 
c19out, c20out: STD_LOGIC_VECTOR (3 downto 0); 
signal c21out, c22out, c23out, c24out : STD_LOGIC_VECTOR (3 downto 0); 
 
begin 
 
c01: add3 port map (c01in, c01out); 
c02: add3 port map (c02in, c02out); 
c03: add3 port map (c03in, c03out); 
c04: add3 port map (c04in, c04out); 
c05: add3 port map (c05in, c05out); 
c06: add3 port map (c06in, c06out); 
c07: add3 port map (c07in, c07out); 
c08: add3 port map (c08in, c08out); 
c09: add3 port map (c09in, c09out); 
c10: add3 port map (c10in, c10out); 
c11: add3 port map (c11in, c11out); 
c12: add3 port map (c12in, c12out); 
c13: add3 port map (c13in, c13out); 
c14: add3 port map (c14in, c14out); 
c15: add3 port map (c15in, c15out); 
c16: add3 port map (c16in, c16out); 
c17: add3 port map (c17in, c17out); 
c18: add3 port map (c18in, c18out); 
c19: add3 port map (c19in, c19out); 
c20: add3 port map (c20in, c20out); 
c21: add3 port map (c21in, c21out); 
c22: add3 port map (c22in, c22out); 
c23: add3 port map (c23in, c23out); 
c24: add3 port map (c24in, c24out); 
 
c01in <= "00" & BIN(13 downto 12); 
c02in <= c01out(2 downto 0) & BIN(11); 
c03in <= c02out(2 downto 0) & BIN(10); 
c04in <= c03out(2 downto 0) & BIN(9); 
c05in <= c04out(2 downto 0) & BIN(8); 
c06in <= c05out(2 downto 0) & BIN(7); 
c07in <= c06out(2 downto 0) & BIN(6); 
c08in <= c07out(2 downto 0) & BIN(5); 
c09in <= c08out(2 downto 0) & BIN(4); 
c10in <= c09out(2 downto 0) & BIN(3); 
c11in <= c10out(2 downto 0) & BIN(2); 
c12in <= c11out(2 downto 0) & BIN(1); 
c13in <= c01out(3) & c02out(3) & c03out(3) & c04out(3); 
c14in <= c13out(2 downto 0) & c05out(3); 
c15in <= c14out(2 downto 0) & c06out(3); 
c16in <= c15out(2 downto 0) & c07out(3); 
c17in <= c16out(2 downto 0) & c08out(3); 
c18in <= c17out(2 downto 0) & c09out(3); 
c19in <= c18out(2 downto 0) & c10out(3); 
c20in <= c19out(2 downto 0) & c11out(3); 
c21in <= c13out(3) & c14out(3) & c15out(3) & c16out(3); 
c22in <= c21out(2 downto 0) & c17out(3); 
c23in <= c22out(2 downto 0) & c18out(3); 
c24in <= c23out(2 downto 0) & c19out(3); 
 
T <= c21out(3) & c22out(3) & c23out(3) & c24out(3); 
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S <= c24out(2 downto 0) & c20out(3); 
D <= c20out(2 downto 0) & c12out(3); 
E <= c12out(2 downto 0) & BIN(0); 
 
end arch; 
 
 
BIN2LED 
 
library IEEE; 
use IEEE.STD_LOGIC_1164.ALL; 
 
entity bin2led is 
Port (BIN, DIGIT : in STD_LOGIC_VECTOR (3 downto 0); 
  LED : out D_LOGIC_VECTOR (6 downto );  ST  0
  nDIGIT : out STD_LOGIC_VECTOR (3 downto 0)); 
end bin2led; 
 
architecture arch of bin2led is 
begin  
 
nDIGIT <= not DIGIT; 
 
with IN select  B
LED <= "1000000" when "0000", 
   "1111001" when "0001", 
   "0100100" when "0010", 
   "0110000" when "0011", 
   "0011001" when "0100", 
   "0010010" when "0101", 
   "0000010" when "0110", 
   "1111000" when "0111", 
   "0000000" when "1000", 
   "0010000" when "1001", 
   "0001000" when "1010", 
   "0000011" when "1011", 
   "1000110" when "1100", 
   "0100001" when "1101", 
   "0000110" when ,                                "1110"
   "0001110" when others;  
  
end arch; 
 
 
CLOCK DIVIDER 
 
library IEEE; 
use IEEE.STD_LOGIC_1164.ALL; 
use IEEE.STD_LOGIC_ARITH.ALL; 
use IEEE.STD_LOGIC_UNSIGNED.ALL; 
 
entity CLOCK_DIVIDER is 
 generic(Clock_divisor : natural := 100000 
  ); 
  Port (nRST, CLK_IN : in STD_LOGIC; 
     CLK_OUT : out STD_LOGIC); 
end CLOCK_DIVIDER; 
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-- counter module of 5000 is 2500 times less than CLK_IN 
architecture arch of CLOCK_DIVIDER is 
signal COUNTER: STD_LOGIC_VECTOR (31 downto 0):= X"00000000"; 
signal CLK_INT: STD_LOGIC:= '0'; 
begin 
 
process (nRST, CLK_IN) 
 begin 
 if (nRST = '0') then 
  COUNTER <= (others => '0'); 
 elsif (rising_edge(CLK_IN)) then 
  if(COUNTE = then R  Clock_divisor) 
   COUNTER <= (others => '0'); -- set COUNTER to 0 
   CLK_INT <= not CLK_INT; 
  else 
   COUNTER <= COUNTER + 1; -- add '1' 
  end if; 
   end if;
end process; 
 
CLK_OUT <= CLK_INT; 
 
--CLK_OUT<= '0' when (COUNTER < (Clock_divisor / 2)) else '1'; -- duty 
cycle 
 
end arch; 
 
LED ZASLON 
 
library EEE; I
use IEEE.STD_LOGIC_1164.ALL; 
 
entity is  led_zaslon 
 Port (nDIGIT : out STD_LOGIC_VECTOR (3 downto 0); 
   LED: out STD_LOGIC_VECTOR (6 downto 0); 
   CLK, nR T : in STD_LOGIC; S  
   BIN_IN : in STD_LOGIC_VECTOR (13 downto 0)); 
end led_zaslon; 
 
architecture arch of led_zaslon is 
 
component BIN2BCD is 
 Port (BIN : in STD_LOGIC_VECTOR (13 downto 0); 
   T,S,D,E : out STD_LOGIC_VECTOR (3 downto 0)); 
end component; 
 
component CLOCK_DIVIDER is 
 generic(Clock_divisor : natural := 1000000 
  ); 
  Port (nRST, CLK_IN : in STD_LOGIC; 
     CLK_OUT : out STD_LOGIC); 
end component; 
 
component leddriver is 
Port (LED : out STD_LOGIC_VECTOR(6 downto 0); 
   nDIGIT : out STD_LOGIC_VECTOR(3 downto 0); 
   T, S, D, E : in STD_LOGIC_VECTOR (3 downto 0); 
   DIGIT_SHIFT : in STD_LOGIC); 
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end component; 
 
signal LED_CLOCK: std_logic; 
signal T_SIGNAL, S_SIGNAL, D_SIGNAL, E_SIGNAL: STD_LOGIC_VECTOR(3 downto 
0); 
 
begin 
 
CD: CLOCK_DIVIDER generic map (100000) port map (nRST, CLK, LED_CLOCK); 
LDD: leddriver port map (LED, nDIGIT, T_SIGNAL, S_SIGNAL, D_SIGNAL, 
E_SIGNAL, LED_CLOCK); 
B2B: BIN2BCD port map (BIN_IN, T_SIGNAL, S_SIGNAL, D_SIGNAL, E_SIGNAL); 
 
end arch; 
 
LED 4 DIGIT 
 
library IEEE; 
use IEEE.STD_LOGIC_1164.ALL; 
 
entity led4digit is 
 Port (CLK : in STD_LOGIC; 
   nDIGIT : out STD_LOGIC_VECTOR (3 downto 0); 
   LED : out STD_LOGIC_VECTOR (6 downto 0); 
   DATA : in STD_LOGIC_VECTOR (3 downto 0) 
  ); 
end led4digit; 
 
architecture arch of led4digit is 
 
component bin2led is 
Port (BIN, DIGIT : in STD_LOGIC_VECTOR (3 downto 0); 
  LED : out STD_LOGIC_VECTOR (6 downto 0); 
  nDIGIT  : out STD_LOGIC_VECTOR (3 downto 0)); 
end component; 
 
component rotreg4bit is 
 Port (CLK : in STD_LOGIC; 
   Q : out STD_LOGIC_VECTOR (3 downto 0)); 
end component; 
 
signal DIGIT_SIGNAL : STD_LOGIC_VECTOR (3 downto 0); 
 
begin 
 
B2L: bin2led port map ( A A, DIGIT_SIGNAL, LED, nDIGIT);   D T
R4B: rotreg4bit port map (CLK, DIGIT_SIGNAL); 
 
end arch; 
 
LED DRIVER 
 
library IEEE; 
use IEEE.STD_LOGIC_1164.ALL; 
 
entity leddriver is 
Port (LED : out STD_LOGIC_VECTOR(6 downto 0); 
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   nDIGIT : out STD_LOGIC_VECTOR(3 downto 0); 
   T, S, D, E : in STD_LOGIC_VECTOR (3 downto 0); 
   DIGIT_SHIFT : in STD_LOGIC); 
end leddriver; 
 
architecture arch of leddriver is 
 
component DIGIT_SELECTOR is 
Port (SELECTED_DIGIT : out STD_LOGIC_VECTOR (3 downto 0); 
  T, S, D, E : in STD_LOGIC_VECTOR (3 downto 0); 
  nDIGIT : in STD_LOGIC_VECTOR (3 downto 0)); 
end component; 
 
component led4digit is 
 Port (CLK : in STD_LOGIC; 
   nDIGIT : out STD_LOGIC_VECTOR (3 downto 0); 
   LED : out STD_LOGIC_VECTOR (6 downto 0); 
   DATA : in STD_LOGIC_VECTOR (3 downto 0) 
  )  ;
end component; 
 
signal DATA_SIGNAL, nDIGIT_SIGNAL : STD_LOGIC_VECTOR (3 downto 0); 
 
begin 
 
DS: DIGIT_SELECTOR port map (DATA_SIGNAL, T, S, D, E, nDIGIT_SIGNAL); 
L4D: led4digit port map (DIGIT_SHIFT, nDIGIT_SIGNAL, LED, DATA_SIGNAL); 
 
nDIGIT <= nDIGIT_SIGNAL; 
 
end arch; 
 
DIGIT SELECTOR 
 
library IEEE; 
use IEEE.STD_LOGIC_1164.ALL; 
-- T -> tisocice (thousands) 
-- S -> stotice (hundreds) 
-- D -> desetice (tens) 
-- E -> enice (ones) 
 
entity DIGIT_SELECTOR is 
 
Port (SELECTED_DIGIT : out STD_LOGIC_VECTOR (3 downto 0); 
  T, S, D, E : in STD_LOGIC_VECTOR (3 downto 0); 
  nDIGIT : in STD_LOGIC_VECTOR (3 downto 0)); 
end DIGIT_SELECTOR; 
 
architecture arch of DIGIT_SELECTOR is 
begin 
 
with nDIGIT select 
SELECTED_DIGIT <= T when "0111", 
       S when "1011", 
       D when "1101", 
       E when "1110", 
       "1111" when others; 
 
end arch;
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