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RESUMO 
Este trabalho apresenta uma metodologia de desenvolvimento de aplicações distribuídas. 
Tal metodologia é baseada na técnica de descrição fonnal Estelle, padronizada pela ISO 
(International Standardization Organization). . 
A 
Primeiramente é introduzida e justificada a utilização de técnicas de descrição fonnal, 
após o que são apresentados os .principais conceitos de Estelle e de uma versão, chamada 
Estelle*. Em seguida é discutida a importância da utilização de ferramentas automatizadas 
baseadas nas técnicas de descrição formal. Neste sentido, são apresentadas três ferramentas de 
suporte à Estelle, disponíveis-no Laboratório de Controle e Microinformática (LCMI) da UFSC. 
A metodologia, fundada sobre os conceitos de abstração e refinamentos sucessivos, é 
então introduzida, apresentando como as características de Estelle devem ser utilizadas nas 
diferentes etapas do desenvolvimento de uma aplicação distribuída. 
Finalmente, a aplicação da metodologia é ilustrada utilizando um exemplo típico de 
sistema distribuído: o sistema de controle de uma célula flexível de montagem.
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ABSTRACT 
This work presents a methodology for developing distributed applications, which is 
based on the use of the Estelle Formal Description T echnique,
_ 
F irstly, the use of Formal Description Techniques for developing distributed applications 
is discussed. Following, the main features of Estelle and Estelle* (an extended version of 
Estelle) are introduced and a discussion about the use of software tools based on Estelle is 
carried out. In order to support thisndiscussion, several Estelle-based software tools have been 
studied and introduced in the sequel. ` 
The methodology, which is based on abstraction and step-wise refinement concepts is 
then proposed, describing how the Estelle mechanisms can be applied for each step of 
application development. 
-F 
Finally, the use .of the proposed methodology is ilustrated by the development of a typical 
case of distributed application: the driving system of a flexible assembly cell. -
CAPÍTULO 1
I 
t INTRODUÇÃO GERAL 
Os sistemas distribuídos vêm assumindo, a cada dia, um papel de destaque nos 
desenvolvimentos em informática. Esta evolução se deve, de um lado, aos grandes avanços 
tecnológicos e, de outro lado, à crescente demanda por parte dos usuários destes sistemas. À 
medida que os sistemas evoluem, novas necessidades vão surgindo do ponto de vista das 
aplicações que podem ser desenvolvidas em tomo destes sistemas. 
Dentre os avanços tecnológicossocorridos nos últimos anos, não se pode deixar de 
destacar os desenvolvimentos crescentes no dominio da microeletrônica, bem como aqueles da 
tecnologia de comunicação e interconexão, que pennitiram o surgimento das redes de 
comunicação de dados interligando um grande número de equipamentos infonnatizados 
heterogêneos .[Le Lann 8l]. A ` 
As motivações para a utilização de' sistemas distribuidos são muitas, entre elas o seu 
maior desempenho, o aumento da confiabilidade e a melhora ao acesso aos dados em uma área 
geograficamente dispersa [Singhal 91]. Existem na literatura diversas definições de sistema 
distribuído, algumas mais amplas como a de [Liebovvitz 78], outras mais restritas como a de 
[Enslow 78]. [Le Lann 8l], por sua vez, estabelece algumas caracteristicas lógicas e fisicas 
presentes em um sistema distribuído:
V 
~ número arbitrário de processos usuários e de sistema; 
- arquitetura modular consistindo de um número possivelmente variável de 
elementos de processamento; 
A 
~
' 
- comunicação através de passagem de mensagens, sobre uma estrutura de 
comunicação compartilhada (excluindo a memória compartilhada); ' 
- controle global do sistema, de modo a fomecer urna cooperação dinâmica entre os 
processos e o gerenciamento em tempo de execução;
_
3
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° atrasos variáveis de transmissão de mensagens entre processos. Existe sempre um 
tempo não nulo entre a produção de um evento por um processo e a materialização 
dessa produção no processo destino (diferente da observação do evento pelo 
processo destino). . . 
Devido a estas características, a concepção de aplicações distribuídas toma-se umaztarefa 
complexa já que diversos fatores, irrelevantes para as aplicações tradicionais, são de grande 
importância para as aplicações distribuídas. Não somente o comportamento individual de cada 
componente dosistema deve ser considerado, mas também o comportamento global do sistema e 
as suas interações. Como conseqüência, aspectos como o assincronismo, o paralelismo e o não- 
determinismo entre os componentes do sistema .devem ser observados. Além dessas, outras 
considerações podem ser importantes dependendo da aplicação envolvida, como a questão da 
confiabilidade dos dados transmitidos, ou as restrições temporais em sistemas de tempo real. 
1.1 - Objetivo do Trabalho 
Os aspectos levantados anteriormente levam a crer que o desenvolvimento de uma 
aplicação distribuída deve ser fimdado sobre um conjunto de regras ou uma metodologia que 
seja coerente e, quando possível, suportada por um conjunto de_ ferramentas de software para o 
apoio à concepção. 
O objetivo do presente trabalho consiste, então, em apresentar uma metodologia de 
concepção de aplicações distribuídas, que permita uma exploração racional das vantagens 
oferecidas por tal sistema, através da consideração dos diversos aspectos característicos desta 
classe de aplicações. A metodologia a ser apresentada está fimdada no trabalho desenvolvido em 
[Mazzola 91] e é baseada na utilização da técnica de descrição formal Estelle, técnica esta 
definida pela ISO (International Standardizaiion Organization), para a concepção de protocolos 
de comunicação do modelo de referência OSI (Open System Interconnection) [Zimennmann 80]. 
Estelle foi escolhida pelo fato de oferecer um conjunto de facilidades de especificação 
orientadas aos protocolos de comunicação, mas que permitem levar em conta os aspectos e 
restrições típicos das aplicações distribuídas, de um ponto de vista mais global..Trabalhos 
anteriores. puderam demonstrar a adequação -de técnicasjdedescrição fonnal ao desenvolvimento 
de outras aplicações além dos protocolos de comunicação, citando-se por exemplo o trabalho 
realizado em [Mazzola 91] para sistemas de manufatura. Além disso, aidisponibilidade de 
algumas ferramentas de apoio à Estelle contribuíram para esta escolha, uma vez que a utilização
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de tais ferramentas é de fundamental importância no processo de concepção de uma aplicação 
distribuída. 
1.2 - Organização do Trabalho . 
No capítulo 2 são introduzidos alguns aspectos referentes ao desenvolvimento de 
aplicações distribuídas, como o modelo do ciclo de vida e a questão da validação. Em seguida 
são introduzidas as técnicas de descrição fonnal e as justificativas para a utilização das mesmas. 
Estelle é então apresentada, *destacando seus conceitos básicos, mecanismos de comunicação, a 
estrutura hierárquica e de ligações, o paralelismo e a noção de tempo. Finalmente, uma versão de 
Estelle chamada Estelle* é também apresentada.
_ 
O capítulo 3 é referente às ferramentas automatizadas de suporte à Estelle. Três 
ferramentas disponíveis no LCM1 (Laboratório de Controle e Microinfonnática) da UFSC são 
detalhadas, procurando situá-las no processo de desenvolvimento de aplicações distribuídas e 
abordando também as facilidades que cada uma oferece ao usuário. 
No capítulo 4 é apresentada a metodologia de desenvolvimento de aplicações 
distribuídas. Primeiramente, são introduzidos os conceitos de abstração e refinamentos 
sucessivos que formam a base da metodologia. A metodologia, que consiste em quatro níveis 
principais de especificação, é então introduzida, ressaltando-se principalmente os mecanismos 
de Estelle e os aspectos de validação relevantes para cada nível. . 
. No capítulo 5, um exemplo de aplicação da metodologia proposta é apresentado. A 
aplicação consiste na especificação da tarefa de montagem de uma Célula Flexível de 
Montagem. Tal especificação é desenvolvida em níveis, de acordo com o que propõe a 
metodologia, sendo finalmente, implementada na rede de estações de trabalho do LCM1.
CAPÍTULO 2
O 
~ A CONCEPÇÃODE APLICAÇÕES DISTRIBUÍDAS 
2.1 - Introdução 
No desenvolvimento de aplicações distribuidas devem ser levadas em consideração 
algumas características que normalmente não são relevantes no desenvolvimento de uma 
aplicação tradicional, como questões de paralelismo, comunicação e outras. A dificuldade de 
expressar tais caracteristicas de uma maneira informal, como a linguagem natural, motivou o 
desenvolvimento de Técnicas de Descrição Formal (TDF). Estas técnicas de descrição formal 
foram, então, desenvolvidas com o objetivo de permitir a produção de especificações completas, 
sem ambigüidades, claras e concisas [Vissers 88]. 
'
' 
Neste capítulo serão vistas as principais etapas do desenvolvimento de aplicações 
distribuídas, apresentando um modelo do ciclo de vida do software e algumas técnicas de 
validação. A importância da utilização de técnicas de descrição fonnal será justificada, 
apresentando em seguida a técnica de descrição fonnal Estelle, mostrando seus aspectos z 
sintáticos e semânticos; uma atenção também é dada a uma versão de Estelle , denominada 
Estelle*, que permite um maior grau de abstração em relação a algumas' características de 
Estelle. .
_ 
2.2 - As Etapas do Desenvolvimento de Aplicações Distribuídas 
2.2.1 - O Modelo do Ciclo de Vida 
O modelo do ciclo de vida do software representa as atividades que comportam o 
desenvolvimento e a evolução do software. Existem diversos modelos de ciclo de vida em uso, 
além de outros descritos na literatura. Cada modelo procura definir uma estrutura para a
X 
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descrição das etapas de desenvolvimento do sistema e dos produtos fomecidos por cada uma 
dessas etapas. As etapas e os nomes específicos variam de um modelo para outro mas, 
genericamente, as etapas a seguir são adequadas tanto para aplicações tradicionais como para 
aplicações distribuídas [Bochmann 90]: ' i 
o análise de requisitos; ' 
o projeto; V 
o implementação; 
o manutenção. 
A figura 2.1 a seguir mostra as etapas concernentes ao desenvolvimento do software 
apeciƒicação V 
informal dos 
requisitos 
alização da 
Ziwvífiwrãv + ` fflflävflfll v.1¿¿¢¡,¿,, ga _ ÀHÂLISE DE 
_, 
~ 
==1;=°'fi¢z_,ff° REQUISITOS 
mpeciƒicação 
funcional V
, 
realizapãoda 
fl¡›¢‹-'ifiwcãv 
azmlluzazz vzzudzzçâa da . 
wpeáficøpão' 
dzzzziizmz
_ 
_ 
'_ PROJETO _ 
apecificação 
detalhada 
ga-ação do 
código de _.. 
código de + implanentação 
M1138” de - «_ IMPLEMENTÀÇÃO 
implementação 
Figura_2.l - As Etapas de Desenvolvimento do Software 
Na etapa de análise de requisitos é realizada a definição do problema em função do 
pedido do usuário, tendo como resultado a especificação informal dos requisitos do sistema. A
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especificação infomial dos requisitos é apresentada sob a forma textual e normalmente apresenta 
diagramas para facilitar a compreensão do problema. Compreendidos os detalhes do problema, 
desenvolve-se a especificaçãoƒuncional do sistema que deve apresentar umesboço da estrutura 
do sistema. 
. 
i' 
'
L 
A etapa de projeto consiste em refinamentos sucessivos das especificações até a 
obtenção da implementação. Existe normalmentevpelo menos urna especificação intermediária 
(mais detalhada) entre a especificação funcional e a implementação, chamada especificação 
detalhada. Cada uma dessas especificações mais-detalhadas deve ser avalidada com relação à 
especificação mais abstrata, como será visto na seção seguinte. 
A etapa de implementação consiste na geração do código executável, o qual deve 
refletir a estrutura do projeto e realizar as funções especificadas para o sistema. A validação do 
código de implementação é normalmente realizada através de testes. 
2.2.2 - Aspectos da Validação de Aplicações Distribuídas 
Neste trabalho 0 termo "validação" é utilizado com a mesma conotação de [Bochrnarm 
90], ou seja, qualquer atividade realizada com o intuito de se obter tuna especificação ou 
implementação que satisfaçam os seus requisitos mais abstratos e não' contenham erros intemos 
ou inconsistências. ' _ ' ' 
` Como foi citado na seção anterior, a validação não constitui urna etapa única e isolada, 
mas um passo realizado ao final de cada processo de refinamento, como pode ser visto na figura 
2.1. Esses 'processos de validação são de vital importância visto que erros detectados nas 
primeiras etapas do desenvolvimento do software são bem, menos custosos em terrnos de 
correção. Ainda, no caso da detecção de algum erro, algurnas modificações podem ser realizadas 
na especificação mais abstrata, já que esta servecomo tuna referência para a validação da 
especificação mais detalhada. 
As atividades de validação podem ser classificadas de acordo com o tipo de análise que 
é efetuada sobre urna dada especificação [Bochmarm 90]: 
- análise estática: é a análise baseada no texto da especificação. Este tipo de análise 
permite a detecção de erros de sintaxe, regras de escopo, confonnidade de tipos e 
outras condições semânticas. A análise estática é similar ao processo de compilação 
para as linguagens de programação.
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.ø análise dinâmica: neste tipo de análise é considerado o comportamento dinâmico 
do sistema especificado em um determinado ambiente de execução. Apesar da 
análise dinâmica ser normalmente mais complexa que a análise estática, ela é capaz 
de detectar certos erros que não podem ser detectados através da análise estática. 
As técnicas de análise dinâmica apresentam característicastipicamente complementares 
entre si. As principais técnicas utilizadas são av verificação, a simulação e o teste de 
implementação do protótipo. Recentemente foi proposta uma técnica intermediária entre a 
simulação e a implementação do protótipo, chamada experimentação [Jard 89, Jézéquel 91]. A 
seguir, serão analisadas as características de cada uma das técnicas acima. ` 
2.2.2.1 - Verificação 
O objetivo da verificação é provar *fonnalmente .que uma especificação ou 
implementação satisfaz certas propriedades desejadas, utilizando métodos n`gorosos e 
matematicamente justificados. Dois diferentes tipos de verificação podem ser usados [Emberg 
9l]: 
' 
' 
V 
.
» 
o prova de propriedades individuais de uma especificação. Neste caso as propriedades 
são formalmente formuladas, utilizando por exemplo uma lógica modal, e depois 
verifica-se se o sistema satisfaz a essas propriedades. Exemplos deepropriedades 
' que podem ser verificadas ` desta fonna são: ausência de bloqueio (deadlock), 
definição do comportamento da especificação em todas as situações e outras; 
,o comparação de duas especificações diferentes para .provar que elas são 
"equivalentes" ou que uma é a implementação correta da outra. 
2.2.2.2 - Simulação 
_ 
A simulação érealizada em um ambiente simulado (na maioria dos casos centralizado) 
e consiste na observação de um modelo executável do sistema. Ao contrário da_ven`ficação, a 
simulação não cobre todas as possibilidades de execução do sistema. Todavia, ela pode ser 
aplicada a sistemas bastante complexos e, quando bem utilizada, permite a detecção de erros 
eficazmente. A sua principal dificuldade reside na necessidade de descrever formalmente e 
simular o ambiente de execução. Esse ambiente é geralmente muito simplificado pois não é
'Í
r 
Capítulo 2 - A Concepção de Aplicações Distribuídas 
_
3 
realista -(nem de interesse) levar em consideração todos os parâmetros de um sistema real como, 
por exemplo, a influência exata do tamanho da mensagem nos atrasos de transmissão [Jard 89]. 
2.2.2.3 - Teste de Implementação do Protótipo - 
Esta técnica baseia-se na observação de um protótipo (ou do próprio sistema final) em 
um ambiente de execução real e a sua avaliação em relação à especificação. Um ponto 
importante nesta técnica é a seleção de casos de_ testes. Esses casos de testes devem ser 
apropriados de maneira a tentar cobrir os principais aspectos do comportamento .do sistema, 
tendo como resultado um conjunto de testes, algumas vezes chamado de seqüência de testes. 
Para o caso em que a implementação é testada para verificar a sua conformidade com a 
especificação, esses testes são usualmente determinados com base na especificação. Esse tipo de 
teste é conhecido como teste de conformidade e é freqüentemente utilizado no caso de 
protocolos de comunicação. t - 
Enquanto na área dos protocolos de comunicação OSI, seqüências de testes padrões são 
desenvolvidas para testar a conformidade das implementações com os padrões de protocolos, a 
seleção de casos de testes é ainda um item importante, visto que alguns requisitos adicionais 
como o desempenho e a robustez não são cobertos pelos testes de conformidade [Bochmann 90]. 
' Como no caso da simulação, o teste de implementação do protótipo não abrange todos 
os comportamentos possiveis do sistema e, dessafonna, sua função principal és a detecção de 
erros eventuais. Uma outra dificuldade é a falta de ferramentas que permitem observar o 
comportamento de um sistema distribuído como um todo. .
. 
_O estudo de técnicas de geração de seqüências de teste a partir de especificações 
formais é assunto de um trabalho realizado no LCMI para futura integração em um ambiente de 
auxílio ao teste -[Silva 94]. ' V 
2.2.2.4 - Experimentação 
A experimentação é urna fonna de simulação distribuída na qual o comportamento do 
modelo em questão é observado em um arnbiente distribuído. Dessa maneira, o ambiente de 
execução não precisa ser modelado (como no caso anterior), sendo pois fomecido pela própria 
máquina. A experimentação em máquinas paralelas permite observar aspectos dependentes da
r 
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máquina alvo, além de fomecer indicações de desempenho em relação a critérios de eficácia ou 
de qualidade. Além disso, opoder de cálculo desse tipo de máquina toma possível a validação 
de algoritmos distribuídos constituídos de milhares de processos. A desvantagem principal da 
experimentação reside na dificuldade de efetuar medições e -observações distribuídas, as quais 
necessitam de técnicas especiais [J ard 89, J ézéquel 91]. 
2.3 - ,As Técnicas de Descrição Formal 
2.3.1 - O Porquê das Técnicas de Descrição Formal 
- As técnicas informais de descrição, como as descrições narrativas em linguagem 
natural, têm-se mostrado ineficientes como única forma de especificação de sistemas 
computacionais em geral. Quanto maior a complexidade do sistema, como no caso dos sistemas 
distribuídos, maior ainda é a ineficiência de tais técnicas. Essa ineficiência ocorre, 
principalmente, devido à existência de ambigüidades na especificação as' quais podem dar 
origem a diferentes interpretações e, conseqüentemente, a erros de implementação [Sidhu _89]. 
As técnicas de descrição formal apresentam ainda outras características que enfatizam a 
importância da sua utilização na concepção de qualquer aplicação distribuída [Azema 87, Sidhu 
89]: t - V 
`
. 
_- possibilitam a análise das especificações e, conseqüentemente, a detecção de erros 
desde a fase de definição das necessidades;
' 
o servem como uma referência a todas as pessoas ou equipes envolvidas na 
concepção global da aplicação; 
o servem de base comum para a utilização de ferramentas automatizadas de 
validação, geração de código e geração de seqüênciasde testes. 
2.3.2 - Os Modelos de Base 
As técnicas de descrição formal (TDF) desenvolvidas baseiam-se em classes diferentes 
de modelos. Em [Saqui _90a] é apresentada a seguinte classificação:
Capítulo 2 - A Concepção de Aplicações Distribuídas 10 
2.3.2.1 - Sistemas de Transições 
Um sistema de transição é caracterizado por um conjunto(usualmente infinito) de 
possíveis estados Q, sendo que, em um dado instante qualquer, o sistema se encontra em um 
estado particular q eQ. O sistema pode efetuar uma transição (considerada instantânea e 
atômica); para tal escreve-se q -› q' para indicar que o sistema pode fazer a transição do estado 
q para o estado q' e dizer que q' é diretamente acessível a partir de-q. Estando em um estado q, o 
sistema pode selecionar, após algum tempo finito, alguma transição que é possível de ser 
executada a partir de q. Essa liberdade introduz, na maioria dos casos, um não-determinismo no 
comportamento do sistema. Um sistema é dito, então, determinísticose, e somente se, para cada 
q eQ ,existe no máximo um q' tal que q -› q'; caso contrário, o sistema é não-deterrninístico 
[Bochmann 831. Os modelos a seguir podem apresentar uma representação semântica de sistema 
de transições:
_ 
A) MÁQUINAS DE EsTADos FINITAS 
V 
.
_ 
- Uma máquina de estados finita [Danthine 80] é Luna 5-tupla (X,1,0,N,M) onde X é um 
conjunto finito de estados; I é um conjunto finito de entradas; O é um conjuntofinito de saídas; 
N é Luna função de transição de estados. e M é uma função de saída (e ação). N e M expressam' o 
comportamento da máquina. Se, em qualquer estado, uma entrada é recebida, a função de saída 
irá indicar a saída a ser gerada e a função de transição de estados irá indicar o novo estado da 
máquina. Mensagens recebidas pertencem ao conjunto das entradas e mensagens enviadas ao 
conjunto- das saídas, sendo também permitido introduzir, no conjunto das entradas, "eventos 
intemos" ou "eventos nulos" que são necessários para modelar eventos que ocorrem fora da 
especificação mas diretamente relacionados com o seu comportamento; ' . ~ 
B) REDES DE PETRI 
_ 
j ,
_ 
A rede de Petri [Murata 89] é uma 5-tupla PN=(P,T,F,W,Mo) onde P é um conjunto 
finito de lugares, T é um conjunto finito de transições, F é um conjunto de arcos, W é a função 
peso e Mú é a marcação inicial. A rede de Petri possui dois tipos de nós, chamados lugarese 
transições, e conectados através e arcos que unem ou um lugar a. urna transição ou uma transição 
a Lun lugar. Na representação gráfica da rede de Petri, os lugares são desenhados como círculos e
~ as transições como barras ou caixas. Os arcos sao rotulados com os seus pesos (inteiros 
positivos), onde um arco de peso k pode ser interpretado como um conjunto .de k arcos paralelos. 
Uma marcação (estado) atribui a cada lugar um inteiro não negativo; se uma marcação atribui a 
lugar p um inteiro não negativo k, diz-se que 0 lugar p está marcado 'com k fichas. Na 
representação gráfica isto é feito desenhando-se k pontos pretos (fichas) no interior do lugar p.
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Uma marcação é denotada por M, um vetor de tamanho m onde é o número total de lugares. O 
p-ésimo componente de A/L denotado por MÚD), é o número de fichas no lugar p. Na modelagem, 
usando o conceito de condições e eventos, os lugares representam as condições e as transições 
representam os eventos. Uma transição (evento) possui um certo número de lugares de entrada e 
de saída representando as pré-condições e as pós-condições do evento, respectivamente. A 
representação do comportamento dinâmico de um sistema pode ser simuladotpor uma rede' de 
Petri, através -da mudança da marcação da rede, de acordo com as seguintes regras de disparo das 
transições: 
_ 
g
- 
0 uma transição t é dita estar habilitada se cada lugar de entrada p de t está marcado 
com pelo menos w(p,t) fichas, onde wQ2,t)é o 'peso do arco dep para t; ' 
- uma transição habilitada pode ser ou não disparada (dependendo se o evento de fato 
acontece ou não); 
ç
_ 
- 0 o disparo de uma transição retira w(p,t) fichas de cada lugar de entrada p de t e 
adiciona w(t, p) fichas em cada lugar de saída p de t, onde w(t,p) é o peso do arco de 
t para p. 
V . _ 
Um outro tipo de sistema que «pode ser representado como um sistema de transição são 
as álgebras de processos, nas quais um sistema distribuído é descrito por uma equação de 
comportamento citando-se, em particular, 0 CCS (Calculus of Communicating Systems) [Milner 
80]. 
2.3.2.2 - Outros Modelos Formais 
Outros modelos, que não utilizam explicitamente os sistemas de transições, foram 
desenvolvidos, tendo suas -origens- na teoria _de linguagens da lógica; dentre estes modelos, 
destacam-se: ~ 
o as gramaticas formais [Harangozo 78] onde as frases geradas pela gramática 
correspondem às seqüências válidas de eventos que caracterizam o sistema; ' 
o os tipos abstratas de dados algébricos nos quais, pelas regras de escrita é possível, 
de maneira semi-automática (definição 'de esquemas de provas), verificar as 
propriedades da especificação;
V
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o a lógica temporal [Schwartz 82] que pennite derivar seqüências válidas de eventos
~ de um sistema a partir de asserçoes de lógica temporal caracterizando a estrutura 
dessa seqüências. 
2.3.2.3 - Modelos Híbridos 
- Os modelos híbridos foram desenvolvidos para especificar as propriedades de ,um 
sistema através de duas técnicas complementares - por exemplo, redes de Petri e lógica temporal 
[Diaz 83] e, de uma maneira mais geral, para responder a uma necessidade de especificar 
conjuntamente o paralelismo e o tratamento dos dados como, por exemplo, um modelo misto 
rede de Petri/tipos abstratos algébricos [Martin 86]. A 
i Dentre estes modelos híbridos destacam-se as três TDFs (Estelle, LOTOS e SDL), 
adotadas como padrão intemacional para especificação de protocolos de comunicação. A seguir, 
serão apresentadas as características principais da técnica de descrição formal Estelle. 
2.4 - Estelle 
Estelle (Extended State Transition Language)`[Lirm 85, Budkowski 87, Courtiat 87a, 
Estelle 88] é a segunda técnica de descrição formal desenvolvida e padronizada pela ISO 
baseada em uma máquina de estados finita estendida, que utiliza a linguagem de programação 
Pascal para a representação dos dados. A seguir serão apresentadas as características principais 
de Estelle. ` - 
2.4.1 - Conceitos Básicos 
V 
Uma especificação Estelle é constituída de uma coleção de componentes comunicantes 
denominados módulos. Cada módulo apresenta umçnúmero finito de pontos de interação 
(extemos ou intemos), através dos quais um conjunto de interações pode ser enviadas e 
recebidas. _ 
' -O comportamento intemo de um módulo é descrito por uma máquina de estados 
estendida na qual as ações são comandos Pascal. Um módulo pode ser ativo se possui pelo
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menos uma transição. Caso contrário, o módulo é dito inativo (ou passivo). Finalmente, um 
módulo pode possuir um dos seguintes atributos: systemprocess, process, systemactivity ou 
activity, que serão descritos a seguir. 
. 
V 
_
` 
2.4.2 - A Estrutura Hierárquica e o Paralelismo 
Os módulos queformam a arquitetura da especificação podem ser aninhados, ou seja, 
podem ser refinados em submódulos, constituindo uma estrutura hierarquizada e uma relação 
pai/filho entre os componentes da especificação. Essa hierarquia deve respeitar os seguintes 
princípios em relação aos atributos citados na seção anterior [Budkowski 87]: « 
ø todo módulo ativo deve possuir um atributo; 
o subsistemas (módulos systemprocess ou systemactivity) não podem ser aninhados 
no interior de um módulo com atributo; 
V 
.
- 
ø módulos process ou activity devem ser aninhados no interior de um subsistema; 
- módulos rocess e stem 'rocess só dem ser refinados em módulos rocess ou P P 
activity; 
` 
. 
V 
'
~ 
ø módulos activity e systemactivity só podem ser refinados em módulos activity. 
t Além disso, por coerência com os princípios acima, qualquer módulo que incorpore. 
subsistemas deve ser inativo e sem atributo. Os atributos acima definem ainda a maneira pela 
qual as transições de uma especificação serão executadas, .com relação aos aspectos de 
paralelismo e não-determinismo. Dessa forma são possíveis os seguintes tipos de paralelismo: « 
o paralelismo assíncrono entre subsistemas (systemprocess ou systemactivity). Cada 
um dos subsistemas seleciona um conjunto de transições prontas para disparar (no 
máximo uma por módulo) e as executatem paralelo; de fonna independente. Por 
exemplo, entre os módulos A1 e A2 da figura 2.2; ~ 
o paralelismo síncrono entre transições de um mesmo subsistema. O subsistema 
seleciona as transições prontas para disparar (no máximo uma por módulo) e as 
executa simultaneamente. Somente após o término da execução de todas as 
_ transições uma próxima seleção de transições pode ocorrer. O paralelismo síncrono 
ocorre entre módulos process ou activity descendentes de um subsistema
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_ 
systemprocess. Os módulos All e Al2 da figura 2.2 apresentam este tipo de 
paralelismo; '
ç 
o não-determinisnw entre' transições de um mesmo subsistema- O subsistema 
seleciona as transições prontas para disparar (no máximo uma por módulo) e 
executa apenas uma delas, sendo a escolha dessa transição não-detenninista. O não- 
detenninismo ocorre entre módulos activity descendentes de um subsistema 
systemactivity, como nos módulos A2] e A22 da figura 2.2. ~ 
Especificação A (sem atributo) 
módulo Al .systemprocçss móduloA2 .systemactivíty 
módulo All process módu.loA2l activity 
módulo Al2 activity módulo A22 activity 
Figura 2.2 - Exemplo da Estrutura de uma Especificação Estelle 
É importante notar que, independentemente' do modo como sao definidos os módulos, a 
escolha de qual transição - dentre várias selecionadas - será disparada no interior de um módulo 
é sempre não deterrninista. ' A 
2.4.3 - A Comunicação em Estelle 
A comunicação entre módulos Estelle pode ser efetuada através de troca de mensagens 
ou através de um compartilhamento restrito de variáveis. Um módulo pode enviar uma 
mensagem (também chamada interação) a um outro módulo desde que exista Luna ligação 
preestabelecida entre dois pontos de interação desses módulos. Uma interação recebida por um 
módulo no seu ponto de interação é anexada a uma fila FIFO ilimitada associada a este ponto de 
interação. Uma fila FIFO pode pertencer exclusivamente a um único ponto de interação e, nesse 
caso, é chamada de fila individual (individual queue). Pelo contrário, se a fila é compartilhada
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entre todos os pontos de interação de um módulo, ela é chamada de fila comum (common 
queue). Uma interaçãosó pode ser enviada por um ponto de interação que seja um ponto final de 
uma ligação de comunicação e, além disso, essa interação será recebida somente pelo outro 
ponto final dessa ligação. 
Em relação ao compartilhamento de variáveis, este só é permitido entre um módulo 
filho e o seu módulo pai. Essas variáveis devem ser declaradas como exported pelo módulo 
filho, sendo que o acesso simultâneo a essas variáveis pelos módulos filho e pai é impedido 
devido ao princípio da prioridade pai/filho, na qual a execução das transições do módulo pai são 
prioritárias em relação às do módulo filho. 
2.4.4 - A Estrutura de`Ligações 
' 
V 
A estrutura de comunicação define a ligação entre os pontos de interação dos módulos 
que podem serconectados (connect) ou vinculados (attach). Dois pontos de interação são ditos 
conectados quando,ligam dois pontos de interação externos de dois módulos "irmãos" ou, ligam 
dois pontos de interação intemos de um mesmo módulo ou, ainda, ligam um ponto de interação 
externo de um módulo e umponto de interação intemo do seu módulo pai. Dois pontos de 
interação são ditos vinculados quando ligam um ponto de interação extemo de um módulo e um 
ponto de interação extemo do seu módulo pai. A figura 2.3 a seguir mostra essas possíveis 
ligações. 
_ 
- 
. 
` 
-
' 
módulo A1
| 
V módulo Al 1 ' . 
E 
legenda: - 
. Q ponto de interação extemo 
Í 
' Q ponto de interação intemo 
2 lnódu.lO 3 i A cgnexa í víI101110 
Figura 2.3 - A Estrutura de Ligações'
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Essas ligações entre pontos de interação devem, contudo, obedecer às seguintes 
restrições [Budkowski 87]: ' 
ø um ponto de interação pode ser conectado a no máximo um ponto de interação e 
não pode ser conectado a ele mesmo; V 
ø um ponto de interação extemo ,de um módulo pode ser vinculado a no máximo um 
ponto de interação extemo do seu módulo pai e a no máximo um ponto de interação 
de seus módulos filhos; -
_ 
o um ponto de interação extemo de um módulo vinculado a um 'ponto de interação 
extemo do seu módulo pai não pode estar simultaneamente conectado. « 
-Como citado anteriormente, módulos que incorporam subsistemas são sempre inativos 
e, sendo assim, a estrutura' dos subsistemas e suas ligações de comunicação, Luna vez 
inicializadas, não podem ser alteradas, o que lhe atribui um comportamento estático. Por outro 
lado, a estrutura intema de cada subsistema pode variar, já que as ações de um módulo podem 
incluir comandos de criação e destruição de módulos filhos e -de ligações' de comunicação, 
caracterizando um comportamento dinâmico. - ` 
V 
' 
_
V 
2.4.5 - A Noção de Tempo em Estelle 
A noção de tempo é utilizada em Estelle para interpretar propriamente os delays ou 
atrasos. Tais atrasos são valores dinâmicos atribuídos a algumas transições que indicam o 
número de unidades de tempo que a execução dessas_transições deve ser atrasada. Em Estelle é 
assumida a hipótese de que os tempos de. execução das ações são desconhecidos, por serem 
considerados dependentes da' implementação. As transições Estelle que devem ser atrasadas 
devem conter uma cláusulaçde' atraso da forma "delay(E1, E2)". Essa cláusula indica que a 
execução de uma transição (se ela estiver habilitada) deve ser atrasada. Os tempos mínimo e 
máximo nos quais a transição pode ser atrasada são especificados pelas expressões inteiras E1 e 
E2, respectivamente. Nesse caso, uma implementação pode escolher um valor de atraso concreto 
no intervalo fechado detenninado por essas expressões.
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2.4.6 - Aspectos Sintáticos de Estelle 
2.4.6.1 - Canais e Pontos de Interação 
Os canais são construções que definem um conjunto específico de interações. Os pontos 
de 'interação fazem referência a esses canais e, dessa maneira, definem precisamente o conjunto 
de interações que podem ser enviadas e recebidasfipelos mesmos, como pode ser observado na 
definição do canal a seguir: ~ . _' ~ ' _ 
channel, IDENT_CANAL (PAPEL1, PAPEL2) 
- 'by PAPEL1: IDENT_INTERAÇÃO (LISTA_PARÂMETROS); 
|DENT_INTERAÇAO (LISTA_PARÂMETROS); 
by PAPEL: |DENr_|NrERAçÃo (|_|srA_PARÃMErRos); 
IDENT_INTERAÇÃO (LISTA_PARÂMETROS); 
Pela definição acima, dois módulos- conectados através de seus pontos de interação às 
extremidades desse canal desempenharão, respectivamente, as funções PAPEL] e PAPEL2. O 
ponto de interação do módulo que desempenhar a fimção PAPEL1 poderá enviar as primitivas 
definidas em PAPEL1 e receber as primitivas definidas em PAPEL2. O contrário deve ocorrer 
com o ponto de interação- do segtmdo módulo, o qual desempenhará _a função PAPEL2. A 
definição dos pontos de interação para ambos os módulos seria, respectivamente: 
p1: IDENT_CANAL (PAPEL1) C
_ 
p2: IDENT_CANAL (PAPEL2) 
i 
Nota-se, para_o caso acima, que ospontos de interação pl e p2 desempenham papéis 
opostos, pois como estão conectados, tuna interaçao enviada por um dos pontos de interaçao 
deverá ser recebida pelo segundo e vice-versa. No caso em que dois pontos de interação estejam 
vinculados às extremidades desse canal, eles deverão desempenhar o mesmo papel, já que as 
interações recebidas por um deles deverão ser -"repassadas" para o segundo. Assim, as deñnições 
de ambos os pontos de interação seriam: -
i 
p1z |DENr_cANAL (PAPEL1) 
. pzz IDENT_CANAL (PAPEL1) ou,
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p1: IDENT_CANAL (PAPEL1) 
i p2: IDENT_CANAL (PAPEL1) 
2.4.6.2 - Módulos e Instâncias de Módulos ^ 
1 0 
Uma instância de módulo é uma instância de um tipo de módulo- genérico, podendo 
existir várias instâncias de um mesmo tipo de módulo simultaneamente durante a execução de 
uma especificação. Um módulo é especificado através da definição do cabeçalho do módulo e 
do corpo do módulo. ' 
A definiçãodo cabeçalho do-módulo especifica o tipo do módulo cujos valores são 
instâncias com a mesma visibilidade extema, ou seja, com os mesmos pontos de interação, 
mesmas variáveis exportadas e mesmo atributo. Essa definição contém o nome do módulo e, 
opcionalmente, um atributo (systemprocess, process, .systemactivity ou activity), Luna lista de 
parâmetros formais e declarações de pontos de interação e variáveis exportadas. 
- Pelo menos uma definição de corpo de módulo é declarada para cada definição de 
cabeçalho do módulo. A definição do corpo do módulo contém o nome do corpo e uma 
referência ao nome do cabeçalho do módulo associado. O corpo do módulo é composto de três 
partes [Budkowski 87]: v 
' V 
ø parte declaração ' 
~ parte inicialização 
ø parte transição, 
A _ 
j
- 
A parte declaração contém declarações usuais do Pascal (constantes, variáveis, 
procedimentos e funções) e declarações de objetos específicos de Estelle como canais, módulos, 
variáveis módulo, estados (e conjuntos de estados) e pontos de interaçãointernos. _ 
A parte inicialização de um corpo de módulo especifica os valores de algumas 
variáveis do módulocom os quais cada nova instância de módulo inicia a sua execução. Em 
particular, podem ser atribuídos valores a variáveis locais e a variáveis de controle. Variáveis 
módulo podem ser inicializadas, ou seja, instâncias de módulos descendentes podem ser criadas. 
- 
' A parte transição descreve o comportamento intemo domódulo, através da declaração 
de um conjunto de transições. Cada transição é composta de um par condição/ação. '
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A condição da transição .consiste em uma ou mais cláusulas do tipo: from, when, 
provided, priority e delay. A cláusula 'from ESTADO" caracteriza o ESTADO de controle no 
qual deve-se encontrar a instância de módulo; a cláusula "when p.INT", permite verificar a 
presença da interação INT no topo da fila associada ao ponto de interação p; a cláusula 
"provided B", onde B é uma expressão booleana, habilita ou não a transição se a avaliação dessa 
expressão resulta, respectivamente, verdadeira ou falsa; a cláusula "priority N",.onde N é uma 
constante não negativa, detennina a prioridade .dessa transição em relação .às outras; a cláusula 
"delay (T1, T2)" especifica um tempo minimo T1 e um tempo máximo T2 entre os quais a 
transição pode ser disparada após ter sidohabilitada (contanto que ela permaneça habilitada por 
pelo menos T1 unidades de tempo). Algumas dessas cláusulas podem ser omitidas e no máximo 
uma cláusula de cada tipo pode aparecer na condição de urna transição. Além disso, as cláusulas 
when e delay são exclusivas entre si. - - 
A ação de uma transição é composta de uma cláusula to`ESTADO" especificando o 
próximo ESTADO de controle da instância de módulo, após o disparo da transição (se omitida, o 
próximo estado é o mesmo estado corrente) e mn bloco de instruções Pascal ("begin...end") que 
se ,executam no momento do disparo da transição.- f - 
As extensões Estelle em relação a Pascal consistem em comandos adicionais que 
permitem: criar instâncias de módulo ("inít"), destruir intâncias de módulos ("re1ease"), criar 
ligações entre pontos de interação ("connect", "attach"), destruir ligações entre pontos de 
interação ("disconnect", "detach") e enviar interações ("output"). Além desses, outros comandos 
são permitidos ("all", "j'orone", "eJ_cist"). .
A 
As principais restriçõesquanto ao usode Pascal adotadas -em Estelle são as seguintes: 
- todas as funções declaradas são puras, ou seja, sem efeitos colaterais; 
`
i 
- ponteiros só podem ser utilizados em construções puramente Pascal; 
0 uso restrito da função goto; 
~ as declarações read e write não podem ser utilizadas; 
0 o tipo file não é permitido; ' 
- conformance arrays não podem ser utilizados.
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2.4.7 - Estelle* 
Estelle* [Courtiat 87b, Courtiat 88] é uma versão de Estelle desenvolvida com o 
objetivo de prover as facilidades necessárias para aumentar o nível de abstração de algumas 
características de implementação impostas por Estelle. Estas caracteristicas de implementação, 
simplificadas em [Courtiat 87b], dizem respeito ao conceito de sistema, a prioridade entre 
transições, a semântica do tempo e o mecanismo de comunicação através de filas FIFO. 
De modo a atingir esse objetivo, Estelle* apresenta as seguintes diferenças em relação a 
Estelle: 
o os atributos .systemprocess e process foram eliminados. Uma discussão a respeito da 
semântica do paralelismo encontra-se em [Courtiat 88]; ' 
9 as prioridades entre transições (cláusula priority e prioridade pai/filho) foram 
removidas; 
V _ 
o a semântica do tempo foi derivada da semântica do tempo definidapara as Redes 
de Petri Temporais [Berthomieu 83], na qual é suposto que o tempo de disparo de 
Luna transição (o qual' não pode ser expresso em Estelle) é muito pequeno em 
relação aos valores de tempo especificados na cláusula delay e pode ser 
considerado nulo; ' - 
V
- 
o introdução _de um mecanismo de comunicação síncrono (rendez-vous) [Courtiat 89]. 
~ O mecanismo de filas FIFO de Estelle pode não ser satisfatório quando aplicado à 
comunicação entre entidades de protocolos de camadas adjacentes. Primeiramente 
porque é imposto um esquema particular de implementação ea um conceito abstrato 
(0 conceito de pontos de acesso ao serviço). Além disso, o fato de representar 
primitivas de serviço entre entidades de protocolo através de interações 
armazenadas em filas introduz alguns problemas na interface entre camadas como 
colisões de primitivas de serviço, conflitos na alocação de pontos finais de conexão 
e impossibilidade de expressão do fluxo de controle backpressure, ou seja, 
considerando que mn módulo receptor e um módulo fornecedor de -dados são 
' interconectados por uma fila infinita, o módulo receptor não consegue impedir o 
módulo fomecedor de colocar dados na fila. 
O mecanismo de rendez-vousé um mecanismo explícito de sincronização no qual duas 
transições são disparadas simultaneamente, com uma possível passagem de valores. Com a 
adição desse mecanismo as cláusulas when e output permanecem dedicadas ao mecanismo de 
filas FIFO. Uma nova cláusula, o pedido de sincronização, é introduzida para expressar uma
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sincronização explícita entre duas transições, conseqüentemente um pedido de sincronização 
pode aparecer somente a nível da guarda de uma transição. No máximo um pedido de 
sincronização pode existir na guarda de uma transição, o qual pode ser uma sincronização em 
recepção em algum ponto de interação P, ou uma sincronização em emissão 'em algum ponto de 
interação P. Em ambos os casos P deve ser um ponto de interação extemo declarado como no 
queue. A notação para sincronização em recepção e sincronização em emissão (respectivamente 
P?interação e Plinteração) é similar à notação» utilizada em ,CSP (Communicating Sequential 
Process). A propósito, a notação usada para expressar as cláusulas de sincronização referem-se 
às usadas em CSP; de fato, o mecanismo de rendez_-vous de Estelle* pode ser visto como uma 
generalização do rendez-vous de CSP para o caso de uma configuração dinâmica de instâncias 
de módulo [Courtiat 88]. l 
2.5 - Conclusão 
Neste capítulo foram apresentados alguns aspectos da concepção de aplicações 
distribuídas, enfatizando as-etapas de concepção (análise de requisitos, projeto, implementação e 
manutenção) e dirigindo urna atenção especial às diversas técnicas de validação de aplicações 
distribuídas como a verificação, a simulação, a experimentação e o teste de implementação do 
protótipo. . ' 
_ 
~
ç 
V 
_ 
- Foi mostrado também que as técnicas de descrição formal tomaram-se indispensáveis 
para o desenvolvimento de aplicações distribuídas. Isto é função tanto do seu formalismo, que 
possibilita a obtenção de especificações claras e livres de ambigüidades, quanto da possibilidade 
de se utilizar ferramentas automatizadas de suporte às diversas etapas desse desenvolvimento. 
Deve-se salientar aqui' que as técnicas de descrição formal vistas neste capítulo foram 
desenvolvidas visando principalmente a especificação de protocolos de comunicação, todavia a 
sua utilização pode ser estendida às demais áreas dos sistemas distribuídos. Dentre essas 
técnicas, foi dada uma ênfase maior a Estelle por ser ela a base do presente trabalho. Optou-se 
por utilizar Estelle, primeiramente por ser esta uma técnica com a qual inúmeros trabalhos têm 
sido realizados e, principalmente, pela disponibilidade de ferramentas - de suporte, 
imprescindíveis para a utilização de qualquer técnica de descrição fonnal. Ainda neste capítulo, 
foi apresentada uma versão de Estelle, denominada Estelle*, caracterizada principalmente por 
permitir o desenvolvimento de especificações em um nível de abstração mais elevado.
CAPÍTULO 3
c 
AS FERRAMENTAS AUTOMATIZADAS DE SUPORTE À ' 
ESTELLE ` › 
3.1 -* Introdução 
Foi visto no capítulo anterior que uma das principais vantagens da especificação de 
sistemas através de técnicas de descrição fonnal é a possibilidade de se utilizar ferramentas 
automatizadas de suporte a essas técnicas. Os beneficios do uso de tais ferramentas são 
indiscutíveis, principalmente no caso de aplicações distribuídas (inerentemente complexas) nas 
quais as atividades de validação, por exemplo, tomam-se inviáveis sem o emprego de 
ferramentas desse tipo. Como conseqüência, o desenvolvimento de ferramentas de suporte às 
técnicas de descrição fonnal tornou-_se_ uma área de pesquisa de grande interesse. 
Atualmente existem inúmeras ferramentas de suporte à Estelle, cada qual destinada a 
cobrir uma (ou mais) etapas do processo de desenvolvimento de uma aplicação distribuída. Em 
[Bochmann 87a] são l_istadas diversas dessas ferramentas. Dentre os mais variados tipos de 
ferramentas encontram-se editores orientados à sintaxe, simuladores, verificadores, geradores de 
código e geradores de seqüências de teste. Algumas ferramentas são desenvolvidas visando a sua 
integração em mn ambiente -como, por exemplo, o EWS (Estelle Workstation) [Ayache 89] que 
possui um editor orientado à sintaxe, um tradutor, um gerador de código C, um núcleo de 
implementação e mn simulador orientado à depuração; e o EDS (Estelle Development System) 
[Chung 90] que possui um compilador Estelle, um analisador de máquinas de estado finitas, um 
gerador de referências cruzadas, mn gerador de documentos e um módulo de gerenciamento de 
testes. `
_ 
Neste capítulo serão apresentadas as características principais .de três ferramentas 
automatizadas de suporte a_Estelle disponíveis no LCMI. A primeira delas é o ambiente ESTIM, 
uma ferramenta de validação de especificações Estelle* que possui facilidades de simulação e 
verificação.A seguir será visto o EDT que consiste em mna ferramenta de simulação (EDB) e 
um compilador de Estelle para C (EC). A última ferramenta a ser apresentada será o ECHIDNA,
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o qual permite uma simulação distribuída da especificação Estelle, através da geração de um 
código distribuído em linguagem C. No final do capítulo uma tabela com a sinopse das 
funcionalidades de cada ferramenta será mostrada.
_
a 
3.2 - ESTIM 
- 
4 O ESTIM (Estelle SimulaT'o`rbased on an Interpretative Machine) [Saqui .89a, Saqui 
90a, Saqui 90b, Courtiat 921- desenvolvido dentro do projeto SEDOS (Software Environment for 
the Design of Open distributed -Systems) [Diaz 89a, Diaz 89b] é uma ferramenta de validação de 
especificações Estelle* que apresenta facilidades tanto de simulação quanto de verificação. O 
ES-TIM» foi escrito na linguagem -de prototipagem ML (Meta-Language) [Wirsing 87] e executa 
sobre o sistema operacional UNIX.
_ 
-~ 
' O ESTIM' suportafi az versão “Estel~le*^ Íë§ “destãil forma, é restrito aos mecanismos 
disponíveis -nesta versão; Con's'eqüentemen'te,~' nãoffé 'zpermitída a utilização dos atributos 
systemprocess e process. -'Com relação' aos- mecanismos de prioridade -(cláusula priority e 
prioridade pai/filho) existe uma opção que permite habilitar tais mecanismos. Em contrapartida, 
o ESTIM suporta, além do mecanismo de comunicaçãoatravés de filas FIFO, o mecanismo de 
comunicação síncrono (rendez-vous). Outro ponto é a implementação de uma semântica 
particular do tempo (cláusula delay) baseada nas Redes de Petri Temporais. 
3.2.1 - A Simulação no ESTIM E 
V O ESTIM oferece fquatro tipos de funcionalidades com relação-là simulação que são o 
acesso ao estado global da especificação, o controle da simulação, a estatística, da simulação e os 
come'ntários«de qua-liñcação. A seguir são detalhadas cada uma destas» funcionalidades.
, 
3.2.1.1 - Acesso- ao Estado Globalz-da Especificação 
Z ' 
« 
- 'Devido à atom'ici'dade das transiçõfesí Estelle, os objetos (Estelle ou Pascal) da 
especi›ficâçã'ofsãof basicamente acessíveis após cada' disparo de transição. Os objetos que podem 
ser acessados são: .
Capitulo 3 As Ferramentas Automatizadas de Suporte à Estelle 24 
a arquitetura da especificação, ou seja, as instâncias de módulos existentes; 
a árvore hierárquica caracterizando a relação entre as instâncias de módulos; 
a configuração dos pontos de interação ("connect" e "attach"); 
o estado global das instâncias de módulos; ' 
as iconstantes, variáveis'_(locais e exportáveis) e as interações armazenadas nas filas 
com seus parâmetros; .V 
A
q 
os intervalos de tempo de disparo dinâmicos. 
'
n 
AlemíI"1d«isso;2 ofi usuário tem ainda a-flpossibilidade de modificar alguns destes 
componentes; como o estado global de uma determinada -instância de módulo, o valor de alguma 
variavel pertencente a umainstância de módulo particular e 0 conteúdo das filas. 
3 2 1 2 - Controle da Simulação 
O controle da simulação no ES?-I`IM pode ser realizado através de quatro modosde 
disparodastransições:= t ' ' _ V . 
modo passo a passo;-teste modo tem como o objetivo a depuração da especificação. 
Ele possibilita' ao- usuário analisar o comportamento das instâncias de módulo, 
através da 'observação de como as variáveis -e os estados globais são modificados 
após 0 'disparo *dei cada transição. ea também novas interações annazanadas nas 
filasi Orusuár-io, neste modo;fatuatinterativamente; selecionando a cada passo uma 
entre todas as transições disparáveis da especificação.. Este :modo permite ainda a 
investigação de' algumas seqüências de disparos de transições predefinidas. ` 
modo randômico: este é um modo próprio para analisar o comportamento global da 
especiñcação. É principalmente utilizado para detectar estados de bloqueio 
(deadlock). Aqui o usuário seleciona um número de transições a serem disparadas. 
O controle da simulação só -retoma ao usuário após todas as transições -terem sido 
disparadas ou se uma condição de bloqueio for atingida. O ESTIM oferece a 
possibilidade de guardar o traço .zda simulação em um arquivo, para uma posterior 
análise.
_ s
M 
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o modo automático controlado pelo usuário: este modo pemrite ao usuário garantir 
uma maior "justiça" na seleção de instâncias de módulos que possuam transições 
disparáveis desabilitando' o não-determinismo na seleção das transições. Em 
particular, as instâncias ~- de módulo podem ser escolhidas segundo. uma politica 
round-robbrin. Por outro lado, o usuário-pode privilegiar o disparo de transições de 
entrada (transições cuja cláusula when não é vazia), de modoa observar as trocas de 
interações. . 
o modo execução: este modo permite ao usuário observar uma seqüência de disparos 
de transições previamente armazenada em um arquivo.
V 
3.2.1.3, - Estatística da Simulação 
;z‹. . . Independentemente do modo de disparo de transições escolhido, 0 ESTIM dispõe de 
algumas informações em .relação à estatística da. sessão de simulação, zEm ~partic_u1_ar,“ são 
«disponíveis as seguintes informações:
_ 
o a lista de transições que foramdisparadas desde 0 início da sessão de simulação; 
ø a lista de transições não disparadas; 
ø a taxa de transições disparadas por instância de módulo; 
A
¬ 
~ a lista de estados globais alcançados por instância de módulo. 
3_.*2~.~1.'4 -" C-omen~táfr‹i`o“s* de Q.ua_lific:i^ç¿ão" z ~ 
f Urnconrentáriol de" qualificação '("'.qual1fi›ing comment") e' um comentário especial que 
consiste em uma *linha de texto escrita em ML e que pennite inserir diretivas transparentes na 
especificação. Os delimitadores de inícioide comentário em Estelle sã_0os caracteres (* ou { e os 
de final de comentário são *) ou }. Para que o ESTIM reconheça mn comentário como sendo um 
comentário de qualiñcação os caracteres delimitadores de início devem ser seguidos de um 
caracter "dólar", sob a forma (*$ comentário de qualificação *). A utilização de comentários de 
qualificação permite realizar traços da sessão de simulação através da impressão de mensagens 
ou de valores de variáveis. Além disso, é permitido inserir também um "ponto de parada" dentro 
do .bloco de uma transição. Essa extensão vai de encontro ao princípio da atomicidade das
2 
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transições de Estelle e, sendo assim, ao usuário só é permitido observar os objetos sem contudo 
poder efetuar quaisquer modificações no estado global da especificação. 
3.2.2 - A Verificação no ESTIM 
G método dei análise utilizado" pelo ESTIM é baseado na geração :do grafo de 
a.lc'ançabilidade, ou. seja, do grafo de estados acessíveis a partir do seu estado inicial. Como foi 
citado noicapítulo- 2, a.-análise desse grafo pode ser extremamente trabalhosa devido ao problema 
dat» explosão do espaço de estados; Um dos principais motivos dessa explosão do espaço de 
estados .é a capacidade ilimitada das filas FIFO.. Como tentativa» de reduzir tal problema,- o 
ES'IlIlVItoferece .a opção de se limitar faficapacidade das filas, através do comentário de 
qualificação (" queue-length <inteiro> ") dianteide toda- declaração .de ponto de interação do tipo. 
individual-queçue. Mesmo assim, o grafo gerado- .pode atingir. dimensões tais que o processo de 
análise sejazainda bastante diñcil e técnicas deifredução ~-dofgrafo; devem ser ,aplicadaszz .para 
facilitar a sua análise. i t- l ` 
t 
' 
.
t 
. O ESTIM utiliza uma técnica conhecida como análise por abstração (ou por projeção), 
a qual consiste em aplicar ao grafo de alcançabilidade técnicas de redução do grafo baseadas em 
relações.de equivalência. Os tipos mais comuns de equivalência - bissimulação, observacional, 
teste e traço - serão vistos no capítulo seguinte. .- 
3.2.3 -As Interfaces do ESTINI 
. 
iA~ primeira» interface do `ESTIM~ é comf a ferramenta GENESTIM. O GENESTIM 
primeiramente invoca um tra*dutor,* qfue' tem como;entrada uma especificação Estelle*. sobre a 
qual elexdetecta erros de sintaxe eu-checa a semântica estática. O tradutor produz então uma 
Forma :Intermediária (FI) que ~ .contém todas; as informações semânticas relevantes; da 
especificação original. Essa especificação FI é convertida pelo GENESTIM em uma árzvore 
abstrataçna linguagem ML, a qual servirá de entrada para o ESTIM (figura 3.1).
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Figura 3.1 _- As Interfaces do ESTIM * 
A segrmda interface do ESTIM é com dois verificadores de sistemas de transição 
responsáveis pela redução do grafo de alcançabilidade. Esses verificadores são o PIPN (Prolog 
1nterpretedPetri Nets) [Lloret 90], para projeções de traço (ou linguagem) e observacional e o 
AldebaranA[Femandez 88] que realiza projeções de bissimulação, .observacional e teste (figura 
3.1). 
.
l 
3.3.- EDT 
.z- 
. 
- O EDT (Estelle Development Toolset) é um pacote composto de duas ferramentas: o 
EDB, destinado à simulação e o EC, queffaz' a compilação de uma especificação em Es,t_elle para 
a .linguagem "C'~'. 'A seguir serão apresentadas as duas ferramentas.
_
l
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3.3.1 - EDB (Estelle Simulator/Debugger) 
' O' EDB [EDB 92] possui recursos de simulação e depuração semelhantes aos do 
ESTIM. Além destes recursos, o EDB permite que sejam inseridas nas especificações Estelle 
restrições temporais definidas pelo próprio zusuário possibilitando, por exemplo, especificar 
explicitamente o tempo médio de execução de uma transição (que por default é considerado 
nulo). Assim, problemas 'dependentes da implementação e relacionados com o desempenho do 
sistema podem ser estudados num ambiente de simulação. 
zíz- 
4 
. O EDB oferece ao usuário diversos comandos que permitem mostrar o valor dos objetos 
da es cifica ão ou controlar o rocesso desimulaão.. Uma lin a em sim les é definida8 
.permitindo ao usuário compor esses comandos para preparar o ambiente de simulação. Além 
disso, .seqüências de comandos podem' ser declaradas como macrocomandos, os quais* podem 
ser utilizados como cenários de simulação. _ A
. 
. :z 1.. funcionalidades do EDB, bem como seus principais comandos, serão apresentados 
aquifézprocurando manter umaanalogia com a apresentação das funcionalidades de simulação do 
ESTIM. 
3.3.1.1 - Acesso aos Objetos da Especificação
A 
Através do comando display, o .usuário pode acessar tanto objetos da especificação 
Estelle quanto objetos intemos do EDB. Exemplos de alguns objetos que podem ser acessados 
são: » A 
ø a árvore das instâncias de módulo; i . z . ._ 
os os pontos de interação de wna deterfminada' instância de módulo; . › › 
o o estado global de uma instância de módulo; 
o as variáveis do usuário; 
o as interações annazenadas nas ,filas e seus parâmetros. 
- .. Os objetos acima, além de: vários~=i.o.utros, podem ser mostrados na telaatravés do 
comando displpayeou ainda gravados em um arquivo utilizando o comando file-display. -
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O acesso aos objetos no EDB possui uma diferença do acesso aos objetos no ESTIM. 
Isto porque, no -ESTIM, os comandos possuem um escopo global enquanto que no EDB os 
comandos são restritos à instância-de módulo -corrente. Porexemplo,-ão -comando dq do ESTIM 
mostra o -conteúdo de todas as ` ñlas-da especificação. .lá o comando equivalente $dq do EDB 
mostra apenas _o -conteúdo idas'-filas associadas à instância- de *módulo zcorrente. Devido a tal 
característica o EDB ~poss`ñi, comandos de 'navegação para que-o usuário possa percorrer todas'as 
instânciasfde módulo durante-a=simulação.~ 2. -_ if,
_ 
Como*-norcaso=do ~ESTINI,“~-to EDB também -permite modificarialgunszçpmponentes -da 
específiçação,‹'ut;`Iizando os comandos defmodificaçãoz -› 
3.3.1.2 # Controle da Simuláçãoltçzf 
O EDB apresenta basicamente um modo -passoa passo efum modo ›randõmico para o 
controle do disparo fdas -transições: - - 
o modo passo_.a' passo; este modo de depuração é.semelhante.ao tdo ESTIIVI, porém 
oferece ao usuário uma liberdade maior quanto;ao¬.grau de precisão do disparo das 
transições, ou seja, permite ao iusuário selecionar não apenas urna transição za ser 
disparada, como -também uma instância de módulo na qual urna' transição será 
disparada, ou ainda um subsistema no qual uma transição será 
ø modo raruíômicot este modo permite que o usuário defina um número ~máximo.z.de 
transições a serem disparadas ou um tempo máximo (em segundos) de simulação, 
ou ambos os casos. Comocitado anten'ormente,»o usuário pode -utilizar da linguagem 
definida pelo EDB para cnar cenários de simulação š(tais› cenários podem- .ser 
declarados como. macrocomandos). Além disso, .é dntroduzida. a -inoção «de 
observador, que é -urn programa -escrito na zlingua`ger_n‹.definida pelo EDB e 
executado na sessãode simulaçãofquezpermite descrever- .uma-'situação particular 
que o usuário deseja bbservarou detectar. ~ . 
O observador pode mos`t:rar ‹na=tela-interativamente,zou gravar._.em um arquivo, algumas 
caracteristicas que o usuário deseja ` observa`r,- sendo ainda permitido-ao usuário :inserir -mais de 
um observador simultaneamente. A seguir,-tem-se um exemplo de 'utilização do observador, 
extraído-e adaptado _do manual de referência do EDB [EDB 921.10 observador do exemplo 
permite interromper a simulação quando todas as transições, em todos os módulos, houverem 
sido executadas pelo menos urna vez; neste caso a mensagem "1odas`as' transições foram
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executadas pelo menos uma vez " será impressa, bem como 0 número de vezes que cada transição 
foi disparada. Neste exemplo, assume-se ainda _a existência de 5 instâncias de módulo, porém 
somente as intâncias 2, 3, 4 e 5 possuem transições; o símbolo # indica uma variável do usuário, 
o símbolo $ um comando do simulador EDB e as palavras em itálico são palavras-chave da 
linguagem definida pelo EDB. 
set_observer{\ 
#todas := true;\ 
r#num_intancia := 2;\ 
do\ 
if #num_intancia = 5\ 
then exitl ›
` 
f¡;\ 
If $nbuse(#num_intancia -> $Iftr(#num_intancia)) = 0\ 
- then #todas := faIse;\ 
_ exit 
fi;\ 
#num_intancia := #num_intancia + 1\ 
od;\ 
' ' 
if #todas\ 
then print "todas as transições foram ,executadas pelo menos uma 
vez";\ - 
d$stat;\ 
` ' 
break\ 
,fil
} 
3.3.1.3 - Estatística da Simulação 
O EDB também fornece algumas informações com respeito a dados estatísticos da 
sessão de simulação. Através do comando display, o usuário tem acesso a algumas informações 
estatísticas, tais como: ' 
_ 
-t 
`
e 
ø a transição mais vezes disparada de uma instância de módulo; 
o atransição menos vezes disparada de uma instância de módulo; 
o o número de.vezes que uma certa transição foi disparada;
ç 
ø a lista de transições de cada instância de módulo e o número de vezes que cada uma 
foi disparada.
_ 
~ 
' Os comentários de qualificação serão apresentados na seção seguinte por se tratar de 
uma opção do compilador EC e não do simulador EDB.
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3.3.2 - EC (Estelle-to-C Compiler) 
O compilador Estelle [EC 92] é responsável pela' geração de um código fonte em 
linguagem C a partir de uma especificação Estelle. compilador é composto de duas 
ferramentas: 
V 
_ 
“
_
1 
- 'um tradutor, que realiza uma análise completa - léxica, sintática e semântica - de uma 
especificação Estelle, obtendo como resultado uma Forma Intermediária (FI), 
- um gerador de código C, que a partir da Forma Intermediária de uma especificação 
Estelle retoma o código C desta especificação. V 
Cada uma dessas ferramentas pode ser usada separadamente (no caso do gerador de 
código é necessária a existência prévia de uma representação sob a Forma Intermediária), ou 
podem ser encadeadas de acordo com a opção escolhida pelo usuário. 
Dentre as diversas opções oferecidas pelo compilador EC algumas delas merecem uma 
atenção especial. Uma dessas opções é a inserção de comentários de qualificação. Os 
comentários de qualificação do EC são semelhantes ao do ESTIM, com a diferença que no caso 
do EC os 'comentários são escritos na linguagem C, enquanto que no ~EST1M_ são escritos na 
linguagem ML. ,A inserção de um caracter $ após um delimitador de comentário indica que o 
mesmo é um comentário de qualificação. No EC não existe o chamado "ponto de parada" dentro 
de um comentário de qualificação, ,presente no ESTIM, já que para este fim já existem os 
observadores. 
O compilador EC apresenta, na verdade, três tipos de comentários de qualificação O 
primeiro deles é semelhante ao do ESTIM, ou seja, interpreta o comentário como sendo uma 
parte do código. Para tanto, o delimitador do comentário de qualificação deve ser seguido dos 
caracteres C$, como no seguinte exemplo: V - 
(*$C$ prin¶( 'Mensagem 'Q ,' *) ' 
Tal comentário será interpretado comouma parte de código C, da forma: 
printf( 'Mensagem 'Q ,'
. 
O segundo tipo (definido com WS) é interpretado como uma declaração em código C e 
deve ser utilizado para completar um tipo Estelle declarado como "..." e para completar uma 
constante Estelle declarada como "any <TYPE>", como nos exemplos a seguir:
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type (*$W$ char * *) data_1)1pe = ,' 
const (*$W$ 0 *) C = any INTEGER; 
Esse exemplos fomecem as seguintes declarações: 
typedef char * r<N>_data_t_ype,' ' 
#define r<N+I>_C 0
_ 
Pode-se notar no exemplo anterior que os identificadores originais data_t)/pe e C foram 
renomeados para r<N>_data_type e r<N+I>_C, respectivamente. Se o usuário desejar que os 
identificadores originais não -sejam renomeados elepode utilizar o terceiro tipo de comentário de 
qualificação, definido como R$, que evita a renomeação de qualquer identificador que vier após 
o comentário de qualificação (*$R$ *). O exemplo a seguir mostra a sua utilização: . 
type (*$R$ *) (*$W$ char * ") a'ata_type = ; 
const (*$R$ *) (*$W$ 0 *) C = any INTEGER; 
Com a inclusão do terceiro tipo de comentário de qualificação, os identificadores não 
são mais renomeados e ficam como no original: ' › » 
_ typedef char * data_type;_ 
#define C 0 
Uma outra opção interessante é a possibilidade de traduzir um programa Pascal em um 
programa C correspondente. Esta opção possui algumas restrições com relação ao programa 
Pascal. Primeiramente ele deve ser "puro", isto é, deve estar de acordo com o subconjunto do 
Pascal ISO utilizado em Estelle e, além disso, algumas palavras-chave devem ser ajustadas ou 
acrescentadas. 
` 
-
. 
Uma última opção importante possibilita a geração de um makeƒile. Com esse makefile 
pode-se obter, de maneira automática, o módulo executável do código C gerado anterionnente. 
A partir daí-, as especificações podem ser implementadas de maneira distribuída (como será visto 
no exemplo do capítulo 5).
V
_ 
'. w , , . 3; 
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3.4 - ECHIDNA 
O projeto ECHIDNA [Jard 89, Jézéquel 91] tem como objetivo fomecer ferramentas 
para a obtenção de protótipos de algoritmos distribuídos em máquinas paralelas. O ambiente 
ECHIDNA possui um compilador Estelle para máquinas multi-processadores e um conjunto, de 
ferramentas de software para observar os comportamentos do algoritmo distribuído sob 
experimentação. O conceito de experimentação foi visto na seção 2.2.2.4 e basicamente consiste 
na observação de um protótipo em um ambiente de 'simulação distribuído. 
O_ modelo de máquina considerado no ECHIDNA .compõe-se de sítios (processadores 
ou máquinas) que comunicam-se apenas por trocas de mensagens através de uma rede de 
comunicação ponto a ponto, sem perdas de mensagens. As mensagens são trocadas por meio de 
filas-FIFO e possuem um tempo de transferência finito, porém imprevisível. 
O ambiente ECHIDNA compreende as seguintes ferramentas: 
o um compilador que traduz uma especificação fomial Estelle em um conjunto de 
estruturas de dados (expressas em linguagem C), conjunto este que após compilado 
pelo compilador local é ligado a um núcleo de execução distribuído; 
_ , 
0 núcleos de execução distribuídos para as máquinas Intel ÍPSC, FPS-T40, Telmat T- 
node, redes Sun (3 e 4), outras máquinas Unix e PC. A função do núcleo de 
execução distribuído é fornecer- primitivas específicas de Estelle e Pascal. Ele 
realiza, dessa forma, a interface com o sistema distribuído subjacente controlando a 
alocação das tarefas, a comunicação distante e as entradas e saídas; 
0 um conjunto de ferramentas de software que pennitem observar sem interferência o 
comportamento do algoritmo distribuído (construtor de tempo global, traços, 
registro de eventos e outros); 
- mn depurador simbólico (ao nível fonte Estelle) multi-janelas interativo (um 
processo por janela) disponível sob Suntools e X11/Motif 
3.4.1 - O Modelo Estelle do ECHIDNA 
O modelo de Estelle adotado pelo ECHIDNA é um subconjunto (estático) da norma 
ISO. No ECHIDNA, uma especificação Estelle é a descrição do comportamento de um sistema 
fechado, ou seja, sem interação com o exterior. Um sistema consiste em um conjunto de
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subsistemas executando-se em paralelo assincronamente, ou um conjunto de tarefas executando- 
se em paralelo (sendo que a este nivel, o paralelismo pode ser síncrono ou assíncrono) [Jézéquel 
9l]. V _ ~ 
Neste subconjunto a parte dinâmica de Estelle não é considerada, ou seja, a arquitetura 
do sistema permanece inalterada após a sua inicialização. Duas classes de módulos são então 
consideradas: os módulos de estruturação (refinamentos), que não possuem a parte transição e 
desaparecem após a fase de configuração, e os processos reais (folhas) cujas transições não 
apresentam comandos dinâmicos como init, connect, detach e outros. Em conseqüência disso, 
alguns conceitos são simpliñcados: o compartilhamento de variáveis entre filhos de um módulo 
toma-se impossível e a distinção entre processos e atividades é irrelevante. 
A última restrição semântica é quanto à cláusula delay, que não é implementada; 
Entretanto, existe um serviço de tempo global que pode ser utilizado para implementar a 
cláusula delay, se necessário. Existem ainda algumas restrições de ordem sintática: as instâncias 
de módulos devem ser inicializadas antes de serem conectadas, as filas comuns (common 
queues) não são permitidas, bem como o aninhamento de. procedimentos e transições. Além 
destas, algumas particularidades são também rejeitadas como any, all, exist, suchthat e "...". 
3.4.2 - A Simulação no ECHIDNA 
._ A -ferramenta de simulação do ECHIDNA pode ser utilizada ou no sistema de janelas 
Suntools, ou com o Motif que é uma interface padronizada para o sistema X Window (X1 1). Em 
ambos os casos, o ambiente de simulação é constituído detrês tipos de janelas: 
o a janela simulação, que agrupa principalmente os parâmetros da simulação e os 
diferentes modos de simulação oferecidos ao usuário; Í
ç 
-r as janelas de processos, onde aparecem as informações dos processos (filas, estado 
corrente, variáveis) e as transições disparáveis; - _ 
o a janela histórico da simulação, que registra de forma sucinta o histórico da 
simulação.
` 
O ECHIDNA apresenta dois tipos de simulação: uma simulação 'passo a passo e uma 
simulação randômica.
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o simulação passo a passo: este tipo de simulação _é semelhante ao das duas 
ferramentas vistas anteriormente, no qual o usuário indica a cada passo a transição 
a ser disparada; ~ 
E
- 
o simulação randômica: neste modo automático o usuário. só' retoma o controle da 
simulação ao final da mesma. O usuário indica o número de passos a serem 
executados e um número inteiro para o gerador de números (âgenne) que permite ao 
usuário reexecutar situações idênticas.
' 
Dentro da simulação randômica o usuário possui ainda a opção de escolher entre três 
modos de simulação. Estes modos permitem representar os três tipos de paralelismo vistos na 
seção 2.4.2 que são: - 
o modo síncrono: neste modo um passo de simulação determina, para cada processo, 
uma transição escolhida aleatoriamente e dispara todas essas transições (uma por 
processo); › ~ t ç 
o modo assíncrono: neste modo um passo de simulação detennina, para cada 
processo, uma transição escolhida aleatoriamente e dispara um certo número dessas 
transições (no máximo uma por processo); 
' 
'
i 
o modo seqüencial: neste modo um passo de simulação determina uma transição 
escolhida aleatoriamente entre os processos e dispara essa transição. 
3.5 - Análise Comparativa das Ferramentas 
As ferramentas apresentam uma certa complementaridade entre si com relação a 
diversos aspectos; Primeiramente, o modelo Estelle suportado por cada ferramenta é diferente. O 
ESTIM suporta basicamente 'os recursos oferecidos pela versão Estelle* (pennitindo a 
habilitação da cláusula priority e da prioridade pai/filho). O EDT suporta o padrão Estelle ISO, 
com mínimas restrições (as cláusulas delay, any e_pr-iority não são permitidas). O ECHIDNA 
suporta apenas um subconjunto estático de Estelle, ou seja, não pennite a configuração dinâmica 
de instâncias de módulos através de transições que possuam comandos do tipo init, connect, 
attach, etc. ' 
Um segimdo aspecto diz respeito às etapas do processo de desenvolvimento cobertas 
por cada ferramenta. Quanto à simulação, as ferramentas ESTIM e EDT (neste caso o EDB) 
apresentam recursos semelhantes, como modos passo a passo e randômico, .acesso ao estado
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global da especificação e a dados estatísticos, alémde executarem em um ambiente centralizado. 
O ECHIDNA, por sua vez, permite uma simulação distribuída da especificação em um ambiente 
gráfico multi-janelas; possuitambém os modos passo a passo e randômíco, sendo que neste 
último pode-se selecionar o modo de simulação de 'acordo com o tipo de paralelismo desejado 
entre os processos: assincrono, síncrono e seqüencial. Somente o ESTIM apresenta recursos de 
verificação, permitindo a geração do grafo de alcançabílidade e a posterior redução deste grafo 
baseada em relações de equivalência. Com relação à implementação, as ferramentas EDT (neste 
caso o EC) e ECHIDNA apresentam compiladores que geram o código em C de tuna 
especificação Estelle; a diferença está na execução (distribuída) da especificação; no ECHIDNA, 
a distribuição dos módulos que executarão em máquinas diferentes é feita pela própria 
ferramenta; já no caso do EDT, o usuário deve separar estes módulos em especificações 
diferentes para então gerar os respectivos executáveis, os quais serão executados nas diferentes 
ø - . ' maquinas.
_ 
O último aspecto diz respeito às plataformas sobre as quais cada ferramentapode ser 
utilizada. O ESTIM é utilizado sobre o sistema operacional UNIX em estações de trabalho 
SPARC@SUN. O EDT é utilizado sobre 0 UNIX System V (SPD() em máquinas BULL-DPX 
1000/2000, sobre o UNIX (HP-UX) em máquinas I-IP 9000/300 e sobre 0 UNIX BSD 4.2 em 
máquinas SUN. O ECHIDNA pode ser utilizado em máquinas Intel ÍPSC, FPS-T40, Telmat 
T-node, redes de estações SUN (3 e 4), outras máquinas UNIX e PC. 
A tabela a seguir apresenta um resumo das principais características de cada 
ferramenta, situando-as também dentro do processo de desenvolvimento de aplicações 
distribuídas. 
l 
_ _ 
i i 
vERsÃom: vAL1DAÇÃo 
i:sr1:LLr;_ IMPLEMENTAÇÃO 
suPoRr,u›A s1MuLAÇÃo vEr‹mcAÇÃo 
Estelle* ~ - Centralizada ' Análise Dm' 
abst ã : ESTIM mç O 
( PIPN / 
` 
A K HAldebaran ) 
Estelle ISO - Centralizada Compilador Estelle para C 
EDT V ( EDB ) - ` (EC) 
Subconjunto --Distribuída Compilador Estelle para C 
EcH11›NA E“*“°`° -Ambiente Núciwsae execução dismbuíaosz 
d° E“°"° '"“"¡'Í““°'” - Ima irsc, Frs-T4o, Telmat T-mae, 
redes Sun (3 e 4) e outros 
Tabela 3.1 - As Funcionalidades das Ferramentas Dentro do Processo de Desenvolvimento
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3.5.1 - Seleção das Ferramentas Segundo as suas Funcionalidades 
De acordo com a análise acima estabelecer-se-á um padrão para a utilização das 
ferramentas, levando-se em consideração as funcionalidades oferecidas por cada, no que diz 
respeito à utilização das mesmas para verificação, simulação e implementação: 
V . 
_ O 
o Verjzzcagão: como citado acima, a única das três ferramentas analisadas, que oferece 
recursos para a verificação de especificações Estelle é a ferramenta ESTIM e, por 
esta razão, será utilizada para tal finalidade; ` 
o Simulação: as três ferramentas vistas apresentam recursos de simulação. O 
ECHIDNA, apesar de poder realizar uma simulação distribuída da especificação, 
possui uma restrição 'considerável com relação ao modelo Estelle, que é a 
impossibilidade de se utilizar a conñguração dinâmica de instâncias de módulos e, 
por este motivo, não será utilizado. As outras duas ferramentas, o ESTIM e o EDT 
'(EDB) apresentam recursos semelhantes, estando a grande diferença no modelo 
Estelle suportado por cada uma. Sendo assim, a escolha de qual ferramenta utilizar 
para a simulação das especificações Estelle será feita adiante, quando da 
apresentação da metodologia (capítulo 4), na qual é colocada a questão dos 
diferentes modelos Estelle e definidas, então, as ferramentas adequadas para cada 
caso;
_ 
-V Imglementaçãoí os recursos de implementação são 'oferecidos pelas ferramentas 
EDT (EC) e ECHIDNA. Devido à limitação do ECHIDNA mencionada acima, 
optou-se por utilizar a ferramenta EDT (EC) para a geração dos códigos de 
implementação das especificações Estelle. 
_ 
- 
.
_ 
INTERFACE GRÁFICA DE AUXÍLIO ÀS FERRAMENTAS ÀUTOMATIZADAS" 
' 
r Para .facilitar a utilização zfdas-ferramentas vistas neste capítulo e visando Luna futura 
integração das mesmas em. ambiente integrado de desenvolvimento de aplicações 
distribuídas, foi desenvolvida urna -interface gráfica utilizando os recursos do XView. O XView é 
uma ferramenta para a construção-fde"' aplicações gráficas interativas que executam no sistemaX 
Window. Esta interface é apresentada com detalhes no anexo I.
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3.6 - Conclusão 
Este capítulo ratificou a importância da utilização de ferramentas automatizadas de 
suporte às técnicas de descrição formal. Foram apresentadas as principais características de três 
ferramentas de suporte à técnica de descrição formal Estelle, disponíveis no LCM1: o ESTIM, o 
EDT e o ECHIDNA. e
V 
A apresentação de tais ferramentas foi realizada de modo a situar cada ferramenta 
dentro do processo de desenvolvimento de uma aplicação distribuída, ou seja, mostrando suas 
facilidades quanto à simulação, verificação e implementação. Neste sentido, pôde-se observar 
que as ferramentas possuem recursos complementares entre si, como visto na seção anterior. 
ç 
A conseqüência direta disto é que nenhuma das ferramentas vistas neste capítulo é auto- 
suficiente para ser utilizada durante todo o desenvolvimento de algtmia aplicação distribuída. 
Pelo contrário, elas devem ser utilizadas de maneira complementar, aproveitando ao máximo 
seus recursos, porém dentro das limitações impostas por cada uma. Dentro da metodologia que 
será apresentada no próximo capítulo este aspecto :complementar das ferramentas voltará a ser 
abordado, natentativa de utilizá-as nas diversas fases de desenvolvimento da melhor maneira 
possível. 
'
u
«
CAPÍTULO 4 
APRESENTAÇÃO DA METODOLOGIA 
4.1 - Introdução ` 
O objetivo final do processo de desenvolvimento de um sistema é obter uma 
"realização" do sistema, ou seja, uma instância concreta do sistema que preencha os requisitos 
do usuário [Pires 90]. No caso de uma aplicação distribuída, a obtenção de tal realização é uma 
tarefa árdua e autilização de uma metodologia de desenvolvimento toma-se indispensável. 
_ Este capítulo apresenta urna metodologia de utilização da técnica de descrição fonnal 
Estelle, procurando cobrir as diversas fases do desenvolvimento de um sistema enfocando em 
particular os aspectos de especificação formal, implementação e validação. Tal metodologia tem 
como base avtécnicaide refinamentos sucessivos e o conceito de abstração para definir os vários 
níveis de especificação do sistema. 
.
« 
São feitas primeiramente algumas considerações a respeito da técnica de refinamentos 
sucessivos. Em seguida, é discutida brevemente a questão da validação, quanto às técnicas de 
verificação e simulação. A metodologia será então apresentada, considerando para cada nível 
definido pela metodologia dois assuntos de interesse: primeiro, quais são os pontos de- Estelle 
que devemf ser considerados para o nível em questão e, segundo qual a metodologia de validação 
mais apropriada para tal nível. . . ' ' 
4.2 - A Técnica de Refinamentos Sucessivos 
Na técnica de refinamentos sucessivos (ainda chamada de transformação de 
especificações) o processo de desenvolvimento é conduzido em níveis. A cada nível uma 
especificação mais refinada é elaborada até se atingir o objetivo final que é a implementação do 
sistema. Esse processo baseia-se no conceito de abstração [Liskov 86], o qual consiste em
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descrever, a cada nível de abstração, apenasos detalhes relevantes .para o_pr.oblema,.abstraindoz.. 
se de detalhes considerados irrelevantes para tal nível. Dessa maneira, as dificuldades do 
problema não são encaradas todas de uma única vez e sim à medida que vão aparecendo em 
cada nível. Por exemplo, em um determinado nível de abstração .do desenvolvimento do 
software, a especificação do seu comportamento pode ser relevante, enquanto que a maneira 
pela qual tal comportamento será implementado pode ser desconsiderada. Assim, p0SSfV€ÍS 
problemas de implementação só serão tratados posteriormente quando muitos outros problemas 
já houverem sido solucionados. . ~ ' 
especificação 
informal dos V 
requisitos 
A 
implementtlçãfl 
nível 1 nível 2 
Q 
'''''''''''''' '_ 
nível n-1 IIÍVCÍ ll ` 
Ú ' nível de especificação 
A --) - refinamento (smtese) Qi validação (anáäse) 
Figura 4.1 - O Processo de Refinamel-ntos Sucessivos 
» Como conseqüência o processo de análise também é facilitado, pois após o ténnino de 
cada nível a especificação pode (edeve) ser validada. Através desta validação os erros são 
detectados o quanto antes no processo de desenvolvimento. Como citado nocapímlø 2, 0 CUSÍ0 
de mn erro é *tanto menor quanto mais cedo ele for detectado, e pode-se imaginar quais 35 
conseqüências de um erro ocorrido durante a análise dos requisitos e detectado somente após a 
implementação do sistema. A figura 4.1 dá uma visão do processo. de desenvolvimento 
utilizando .a técnica de refinamentos sucessivos onde cada nível representa uma especificação 
com um certo graude abstração. ' ' A ' ~ 
4.3 - Verificaçao X Simulação 
Muitas vezes se questiona qual a técnica mais adequada para a validação de um 
aplicação distribuída, se a verificação ou se a simulação. Existem defensores das duas técnicas, 
porém uma justificativa convincente de que a verificação é muito superior à simulação ou vice- 
versa ainda não foi obtida. O fato é que nem a verificação nem' a simulação podem ser
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consideradas auto-suficientespara-a tarefade validação completa .de uma aplicação distribuída 
pois cada uma possui algumas restrições relevantes. Aspectos sobre a verificação e a simulação 
foram abordados na seção 2.2.2.
_ 
Em [Groz 89] são colocadas algumas dificuldades e objeções quanto ao uso da 
simulação como forma de validação, sintetizadas a seguir: ' 
` 
" 0 asimulação é fundamentada na aproximação dos resultados. Isto é incompatível 
com a verificação que fomece ou o resultado correto ou o resultado incorreto, ou 
seja, uma prova da correção; - 
to a «simulação é limzitadai Ao 'contrárioda verificação, que pode fomecer os resultados 
correto ou incorreto, -a simulaçãosó pode pemiitir tirar conclusões a respeito de 
uma incorreção; . 
. 
'
- 
o a simulação é não-exaustiva. Enquanto a verificação é conclusiva sobre cada 
comportamento, a simulação não pode concluir sobre os comportamentos 
observados.
_ 
Diante disso, a verificação aparece a princípio como uma técnica incontestavelmente 
melhor que a simulação. Deve-se, entretanto, observar também as limitações da verificação. Os 
sistemas de prova são muitas vezeslimitados no seu poder de descrição e de cálculo. Dessa 
forrna, somente certos aspectos simplificados do sistema podem ser validados. A conseqüência 
dessa limitação é que a verificação acaba por não validar o sistema em si mas somente uma 
representação parcial [J ard 88]. - 
_
' 
Tem-se, então, por um lado a verificação, que permite tirar conclusões a respeito da 
correção de um sistema, desde que este seja representado em um nível de abstração bastante 
elevado; por outro lado a simulação, que não é conclusiva com relação à correçãodo sistema, 
mas que permite tratar uma descrição mais detalhada do sistema e, dessa forrna, detectar eITOS 
inatingíveis pelas ferramentas .de prova exaustiva. i V 
A 
' 
'
- 
As técnicas de validação devem ser' vistas, portanto, sob urna óptica de 
complementaridade' e não -de concorrência. =Essa complementaridade pode aparecer tanto em 
relação aos diferentes aspectos do mesmo sistema como em relação às várias fases de 
desenvolvimento do sistema. Asdiversas experiências realizadas [Phalippou 88] - inclusive 
sobre problemas reais - mostraram que diferentes técnicas não detectam os mesmos erros, 
evidenciando ainda mais. a necessidade da utilização de maneira complementar das técnicas de 
validação. 
V
,
~
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4.4 - A Metodologia 
A metodologia a ser apresentada é uma evolução da metodologia proposta inicialmente 
em [Mazzola 9l]. A metodologia inicial consistia, basicamente, na definição de quatro niveis 
principais de especificação formal, tendo como base a estrutura mostrada na figura 4.1. O 
objetivo aqui é aprofundar a questão da validação de cada um desses níveis, considerando 
também a utilização das ferramentas vistas no capítulo 3. 
Essa metodologia define, então, quatro níveis de especificação formal: uma 
especificação funcional, uma especificação orientada a modelo, uma especificação detalhada e 
uma especificação orientada à implementação; A definição destes quatro níveis justifica-se pelo 
fato de que, a cada passagem de um nível para o seguinte, um novo elemento de informação ao 
sistema é introduzido, ou seja, inforinações relativas à estrutura do sistema (especificação 
funcional); infonnações relativas ao comportamento dinâmico (especificação orientada a 
modelo);- informações relativas aos dados e parâmetros (especificação detalhada); informações 
relativas ao ambiente de execução (especificação orientada à implementação). Entretanto, caso 
seja conveniente, cada um destes níveis pode ser expandido em subníveis, de modo que o 
elemento de informação do nível em questão também seja introduzido de maneira progressiva. 
V Cada mn destes níveis de especificação será exposto enfocando-se dois aspectos 
principais. O primeiro deles trata da utilização dos mecanismos de Estelle, ou seja, quais os 
mecanismos considerados relevantes e quais os considerados irrelevantes em cada especificação. 
O segtmdo aspecto diz respeito ao processo de análise das especificações. Neste sentido, uma 
metodologia para a utilização das técnicas de validação e das ferramentas disponíveis também 
será apresentada. 
_
` 
Antes, porém, de apresentar os tipos de especificação citados acima, é conveniente falar 
da importância da etapa que precede o desenvolvimento de tais especificações, que é a análise 
dos requisitos. Grande parte dos erros encontrados nas etapas mais avançadas do 
desenvolvimento é resultado da negligência na realização desta etapa. O objetivo da análise dos 
requisitos é produzir, a partir da análise minuciosa das necessidades do usuário, uma primeira 
especificação do problema, dita especificação informal dos requisitos. Esta especificação será 
uma referência para todo o desenvolvimento do sistema e, portanto, deve merecer uma atenção 
especial por quem for executa-la. Uma dificuldade que normalmente ocorre no desenvolvimento 
de tal especificação é- que muitas vezes o próprio usuário não sabe ao certo o que ele deseja que 
o sistema faça. Outra dificuldade surge quando, mesmo sendo o problema bem compreendido 
ele pode não ser descrito de forma suficientemente precisa para servir de base para as etapas 
posteriores [Liskov 86].
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Assim, é importante que a especificação informal dos requisitos seja feita de maneira 
cautelosa e somente depois disso partir para a primeira especificação formal do problema, a 
especificação funcional. Tal especificação e as demais citadas anteriormente serão vistas nas 
seções seguintes. 
4.4.1 - A Especificação Funcional 
Na especificação funcional é definida a estrutura do sistema. Sua característica 
principal é que apenas o aspecto funcional deve ser especificado, evitando qualquer 
consideração a respeito da implementação dessas funções. Em temios da especificação Estelle, 
esta resume-se basicamente na definição dos seus módulos e submódulos, bem como na 
comunicação entre os mesmos. 
4._4.1.1 - Mecanismos de Estelle(*) Utilizados 
São utilizados a este nível basicamente os mecanismos de estruturação oferecidos pela 
linguagem. Dessa forma, devem ser definidos: 
ø a declaração dos canais, dos cabeçalhos de módulo e dos corpos de módulo 
associados. Tal declaração deve ser realizada também a nível dos submódulos. O 
conteúdo dos corpos de módulo e submódulo podem ser desconsiderados a este. 
nível; 
o l as construções de instanciação estática, como a declaração de variáveis módulo 
(modvar), a inicialização de variáveis módulo (init) e o estabelecimento de ligações 
entre os módulos (connect e attach). f * 
Um aspecto importante que deve ser considerado é quanto à definiçãodos .atributos 
(óystemprocess/process e szvstemactivity/activity) que devem ser associados à especificação e aos 
módulos. Ao se associar um atributo do tipo sistema (systemprocess ou systemactivity) a um 
módulo da especificação detennina-se, em geral, uma separação fisica deste módulo em relação 
aos outros, o que a este nível é muitas vezes irrelevante. Segtmdo [Couitiat 87b], a utilização do 
atributo systemactivity associado ao nível da especificação e do atributo activity associado aos 
módulos permite representar de maneira abstrata a maioria das implementações que poderão ser 
derivadas a partir desta especificação. Diante disso, será adotada neste nível o modelo Estelle*.
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4.4.1.2 - A Validação da Especificação Funcional 
A validação a este nível consiste basicamente da análise estrutural estática da 
especificação no intuito de verificar a sua coerência. Esta análise pode ser realizada de duas 
fonnas dependendo da complexidade do sistema. Para exemplos mais simples a inspeção ,da 
especificação pode ser suficiente. Para o caso de sistemas maiores e mais complexos toma-se 
necessária a utilização de ferramentas automatizadas apropriadas. Tais ferramentas realizam 
normalmente uma análise completa do ponto de vista léxico, sintático e semântico (estático). 
A análise estrutural da especificação permite detectar erros do tipo: 
o não inicialização de umavvariável módulo; 
ø ausência de conexão entre um módulo e outro; 
o conexão incoerente entre módulos; 
Poderiam' ser utilizados aqui tanto o tradutor da ferramenta ESTIM quanto o tradutor da 
ferramenta EDT. Porém, como optou-se por utilizar o modelo Estelle* a estenível, toma-se 
conveniente a utilização do tradutor do ESTIM, que é próprio para este modelo. 
4.4.2 - A Especificação Orientada a Modelo 
Tendo-se validada a especificação fimcional, o próximo objetivo é obter a especificação 
orientada a modelo. Esta especificação se aproxima de um modelo baseado em mn sistema de 
transições e- consiste no refinamento da especificação funcional, inserindo os mecanismos de 
Estelle que permitem definir o comportamento do sistema e distinguindo-se a parte de controle 
da parte de dados. Em uma especificação Estelle a parte de controle é modelada através das 
máquinas de estado finitas e, por conseguinte, o essencial a este nível é definir a parte transição 
dos corpos de módulo. A parte de dados da especificação é considerada irrelevante neste nível e 
deve ser introduzidaposteriormente durante a especificação detalhadal. 
1 Obviamente, a não inclusão da parte de dados não é uma imposição, mas deve ser evitada ao máximo e utilizada 
somente quando considerada imprescindível para a lógica da especificação.
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4.4.2.1 - Mecanismos de 'EsteIIe(*) Utilizados 
Com a introdução das máquinas de estado são introduzidas também as cláusulas Estelle 
vistas no capítulo 2. A este nível de abstração convém ainda utilizar a versão Estelle*. A 
conveniência do uso de Estelle* a este nivel de especificação, onde almeja-se um bom poder.de 
abstração, já teve sua justificativa abordada no capítulo 2 (cf. tópico 2.4.7). Ademais, a 
possibilidade de utilizar as facilidades de verificação da ferramenta ESTIM, restrita à versão 
Estelle*, parece também de grande interesse e não deve ser colocada de lado. Considerando 
então a utilização de Estelle*, tanto as cláusulas de comunicação do tipo when quanto as 
cláusulas de sincronização por rendez-vous do tipo p./interação e p?interação podem ser 
empregadas, permitindo explicitar os diferentes tipos de comunicação que podem ocorrer entre 
as instâncias de módulo. 
_ 
_
~ 
As demais cláusulas também são empregadas a este nível. A cláusula provided pode ser 
utilizada para reduzir o não-determinismo existente em alguns módulos. As cláusulas from e to 
definem os estados de controle das máquinas de estado, 'descrevendo assim o comportamento de 
cada módulo. A cláusula output é empregada na parte ação das transiçoes para explicitar uma 
troca -de mensagens assíncrona entre as instâncias de módulo. Como a parte de «dados é 
considerada irrelevante a este nível, as instruções Pascal, bem como as chamadas a ftmções e 
procedimentos devem ser evitadas e só utilizadas quando forem consideradas indispensáveis. 
Com relação aos canais declarados na especificação funcional, devem ser indicados 
neste momento os tipos de interações que podem ser trocados através destes canais, porém se 
houverem parâmetros associados às interações eles podem ser desconsiderados por enquanto. '_ 
4.4.2.2 - A Validação da Especificação Orientada a Modelo 
Na metodologia ,de validação da especificação orientada a modelo, além da análise 
estática deve-se realizar também ,Luna análise dinâmica do sistema. Objetiva-se, com isso, validar 
também of comportamento dinâmico do sistema, que foi definido pela inclusão das máquinas de 
estados' finitas. 
- O nível de 'abstração da especificação orientada a modelo pennite, na maioria dos 
casos, a utilização da verificação como técnica de validação. O método clássico de verificação 
de sistemas de transições (como é o caso de Estelle e Estelle*) é a análise de alcançabilidade 
baseada na construção e análise do grafo de alcançabilidade, também conhecido como espaço
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de estados global, onde é realizada uma exploração exaustiva de todas as possíveis interações 
entre um conjunto de processos comunicantes. modelados como sistemas de transição. 
Através desse método, diversas propriedades de segurança (safety properties)2 podem 
ser checadas. Exemplos desta classe de propriedades são: ausência de deadlock, inexistência de 
eventos de comunicação não especificados, ausência de ciclos (loops) indesejáveis, isto é, ciclos 
infinitosnos quais nenhum progresso é feito. A 'grande limitação deste método é o problema da 
explosão combinatória do grafo. Diversas técnicas têm sido propostas para tentar minimizar tal 
problema, como seqüencias canônicas, projeção, regras de escolha de transições, técnicas 
estocásticas, técnicas probabilísticas e outras [Pehrson 90]. 
A TÉCNICA DE ANÁLISE Pon ABSTRAÇÃO 
. - 
Esta técnica de verificação consiste em aplicar sobre o grafo de alcançabilidade obtido3 
técnicas de redução baseadas em relações de equivalência, tendo como resultado da redução um 
autômato quociente que fomece uma visão abstrata do modelo. Para a geração do autômato deve 
ser definida sobre a arquitetura da especificação uma partição, tendo de um lado 0 mundo 
observado e do outro o ambiente externo (figura 4.2). Dessa gforma, todos os eventos que 
ocorrem na fronteira da partição, ou seja, as interações entre o mundo observado e o ambiente 
extemo sãotdenominados eventos observáveis, sendo os demais considerados eventos internos. 
A distinção entre os dois tipos de eventos aparece a nível do autômato quociente, dependendo da 
relação de equivalência escolhida [Courtiat 91]. 
A
_ 
Éspecificação 
m°d“1°^ AMB|ENrE ExTERNo ~ 
r | %ÊW 
módulo B 
uNDo oBsERvADo á~ %
e 
' Figura 4.2 - Ilustração da Partição 
artição
` 
2 Propriedades de segurança são propriedades que asseguram que nenhum evento indesejável irá ocorrer. 
3 No ESTIM é gerado o grafo completo do espaço de estados e, dessa forma, o problema de explosão combinatória 
não é resolvido. Todavia, com a redução do grafo através da técnica de análise por abstração, o trabalho de análise 
é facilitado consideravelmente.
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O objetivo do emprego de relações de equivalência é poder comparar duas 
especificações e provar- que elas apresentam alguma relação entre si, ou seja, que uma apresenta 
as 'mesmas propriedades especificadas pela outra -[Emberg 9l]. Estas relações são muito 
utilizadas para verificar a conformidade entre a "especiƒicação_ i" e a "especificação i-1". Para 
que dois sistemas sejam equivalentes é necessário que exista uma relação de bissimulação entre 
os conjuntos de estados de ambos. A relação de bissimulação é definida da seguinte maneira: 
Sejam G1 e G2 dois sistemas de transições de estados finitos com o conjunto de estados 
Sie S2 respectivamente, tal que S = S, U S2. Uma relação de bissimulação entre G1 e G2 é urna 
relação .R g S x S tal que < m, n > e R implica 
l.sem-_-›“ m'então EIn':n_-›° _n'e<m',n'>eR,e 
2. sen -L-› n' então 3m': mi-› m'e<m', n'> e R 
_ -Assim, dois sistemas de transições Gi e G2 são fortemente equivalentes se existe uma 
bissimulação relacionando os estados iniciais de ambos os sistemas. Isto significa que cada 
transição em um estado m de Gi pode ser simulado por uma transição no estado n de G2 e vice- 
versa. 
. 
~ - 
A equivalência forte é a mais restritiva das equivalências pois considera igualmente 
importantes todas as transições, incluindo as transições intemas. Tal equivalência é geralmente 
muito forte para verificação e dificilmente utilizada [Emberg 9l]. Outras relações de 
equivalência podem 
_ 
ser obtidas redefinindo (sutilmente) a noção de bissimulação e/ou por 
transfonnações nos grafos originais, como: a equivalência observacional,,a equivalência de teste 
ou de aceitação e a equivalência de traço ou de linguagem. 
A equivalência observacional é mais fraca que a anterior pois diferencia os eventos 
extemos (observáveis) dos eventos internos. Para defini-la é necessário redefinir a noção de 
bissimulação apresentada acima. 
ç
_ 
¬ & 
.
' 
Dados os estados m e m', escreve-se m => m' se m pode realizar o evento ot de entrada 
ou de saída precedido ou sucedido por um número finito (possivelmente zero) de eventos 
intemos 'c e terminar em um estado m'.
_ 
V 
A $ 
u ú 
À 
z z Escreve-se m :Ó m' se m pode realizar zero ou mais eventos intemos 1 e terminar em 
um estado m'. Redefinindo-se, então, a definição de bissimulação: 
. Sejam G1 e G2 dois sistemas de transições de estados finitos com o conjunto de estados 
Sie S2 respectivamente, tal que S = S, U S2. Uma relação de bissimulação fraca entre G1 e G2 é 
uma relação R g S x S tal que < m, n > e R implica
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- ô 
1. sem ~¿'-› m'então Eln':m=:> m'e<m',n'> e R,e
s 
2. sen-L› n'então 3m': m=>m'e<m',n'> e R 
A figura 4.3 a seguir ilustra um exemplo de dois autômatos com equivalência 
observacional. 
.
'
2 
1' T leu.eru1a_: 
b c b c - a, b, c : eventos externos 
- 'r :evento intemo 
autômato A autômato B 
Figura 4..3...=.Equivalência,Observacional 
A equivalência de teste ou de aceitação é mais fraca que as duas anteriores. As 
equivalências forte e observacional distinguem os sistemas de transição nos pontos exatos onde 
as escolhas não-deterministas são feitas, durante as suas execuções. A equivalência de teste, por 
sua vez, faz a distinção entre sistemas de transição que possuem um diferente grau de não- 
determinismo, porém é mais insensível com relação a onde tais escolhas não-detenninistas são 
feitas [Emberg 91]. É introduzida a noção de grafo de aceitação, que é um grafo determinista 
cujos estados contêm informações sobre deadlocks potenciais, "codificados" como conjuntos de 
aceitação. O conjunto de aceitação n.acc de um estado n representa um conjunto de conjuntos 
de transições: cada membro de n.acc é um conjunto de transições que representa a obrigação de 
se poder continuar do estado n com qualquer transição do conjunto. 
Assim, para que dois sistemas de transição possuam uma equivalência de teste, deve 
existir uma bissimulação entre os seus grafos de aceitação. Todavia, requer-se ainda uma 
terceira condição para se deñnir a relação de bissimulação de teste: ' 
3. Os conjuntos de aceitação m.acc e n.acc devem ser compatíveis, onde compatível 
significa que cada elemento de m.acc é um superconjunto de um elemento em n.acc e vice- 
versa. Um conjunto A é um superconjunto de um conjunto B se todos os membros de B são 
também membros de A. 
A figura 4.4 mostra os autômatos A e B, com seus respectivos conjuntos de aceitaçao 
entre chaves e o grafo de aceitação referente a ambos.
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Figura 4.4 - Equivalência de Teste 
A última etambém a mais fraca das relações deequivalência é a equivàlênciaede traço 
ou de linguagem. Tal equivalência não distingue entre diferentes graus de não-determinismo 
além de ser insensível a propriedades de deadlock. Para que dois sistemas de transição- possuam 
uma equivalência de traço basta que exista uma bissimulação (fraca) entre os seus grafos de 
aceitação, desconsiderando os seus conjuntos de aceitação. A figura 4.5 ilustra um exemplo onde 
os dois autômatos apresentam equivalência de traço. Pode-se perceber que, apesar de possuírem 
o mesmo grafo de aceitação, seus conjuntos de aceitação são diferentes e, portanto; não possuem 
equivalência de teste. 
i 
“ i 
_ _ 
3) il 8 m “ { 
{{b,c}_ } b c {{b}›{C} } b c b c. 
~
~ 
autômato A autômato B grafo de aceitação 
legenda.: ~ 
- a, b, c : eventos externos 
- { } : conjuntos de aceitação . 
Figura 4.5 - Equivalência de Traço
'\ 
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A metodologia de verificação utilizando as relações de equivalência e que normalmente 
é empregada baseia-se na análise dos autômatos quocientes gerados a partir de cada relação de 
equivalência, partindo-se da relação mais fraca para a mais forte. Sendo assim, inicia-se a 
verificação pela análise do autômato gerado pela equivalência de traço. Na análise deste 
autômato, normalmente simples, pode-se observar se o autômato realiza as funções esperadas. 
Como tal análise não permite obter informações sobre possiveis deadlocks, a verificação deve 
então prosseguir com a geração e análise dos demais autômatos, os quais são mais sensíveis ao 
não-determinismo e possibilitam a detecção de deadlocks [Mazzola 91]. * 
A SIMULAÇÃO NA ESPECIFICAÇÃO ORIENTADA A MODELO 
A simulação deve ser utilizada como um complemento à verificação, no caso em que 
um erro é detectado. Dessa forma, uma simulação interativa (passo a passo) mostra-se bem 
conveniente para pesquisar a causa do erro, pois além de possibilitar o acesso aos objetos da 
especificação permite ainda explorar os possíveis caminhos que deram origem ao erro. _ 
Com relação à utilização das ferramentas de suporte à Estelle, faz-se aqui uma 
referência à análise feita no capítulo -3 (seção 3.5.1), onde definiu-se um padrão para a utilização 
das mesmas. Com relação à verificação será utilizada a ferramenta ESTIM, já. que é a única 
disponível para esta finalidade; com relação à simulação, não se havia tomado nenhuma posição, 
considerando-se que esta dependia da definição do modelo Estelle a ser utilizado. Na 
especificação orientada a modelo optou-se pela utilização do modelo Estelle* e, em vista disso, 
deve ser utilizada a ferramenta ESTIM também para a simulação da especificação.
' 
4.4.3 - A Especificação Detalhada 
A especificação detalhada é o último nível de refinamento antes de se partir para uma 
implementação. Seu objetivo, portanto, é explicitar todo O funcionamento do sistema, 
caracterizado principalmente pela inclusão de toda a parte de dados, desconsiderada até então. ~ 
Neste ponto, surge uma questão importante. Existe a necessidade de conversão da 
especificação, que até agora foi descrita em Estelle*, para uma especificação descrita sob O 
padrão Estelle ISO? A resposta vai depender do obj etivo final da especificação. Se O objetivo é a 
obtenção de uma descrição formal e completa do sistema mas sem quaisquer considerações a 
respeito de uma implementação específica, tal conversão não é necessária já que a vantagem do 
uso de Estelle* está justamente na sua abstração quanto às características de implementação.
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Entretanto, se o objetivo principal é a implementação do sistema, as características de 
implementação de Estelle podem agora ser benéficas, uma vez que o ambiente de 
implementação já deve ser conhecido. Particulannente, no caso onde se deseja obter um código 
de implementação a partir de uma ferramenta automatizada, deve ser levado em conta também a 
disponibilidade de uma ferramenta de geração de código que seja compatível com Estelle ou 
Estelle* ou ambas. Admitir-se-á doravante o uso do padrão Estelle ISO, considerando-se qo 
interesse em relação à etapa de implementação do sistema e a disponibilidade de uma 
ferramenta de geração de código restrita a Estelle ISO.
. 
4.4.3.1 - Implicações da Transformação do Modelo Estelle* em Estelle ISO 
A conversão do modelo Estelle* para Estelle ISO implica em modificações nos 
mecanismos de comunicação. Deve-se transfonnar todas as comunicações através do mecanismo 
de rendez-vous em filas FIFO, definindo-se também a politica de fila (individual queue ou 
commom queue) que .se julgar adequada. Quando se faz esta conversão altera-se, de alguma 
fonna, o comportamento da especificação, visto que existe uma diferença sensível entre os dois 
mecanismos de comunicação. Ao se transformar uma comunicação através de um mecanismo 
síncrono, 'como o rendez-vous, em uma comunicação através de um mecanismo assíncrono, 
como as filas FIFO (no caso particular de Estelle estas filas são ilimitadas), eleva-se 
consideravelmente o grau de não-determinismo da especificação. Em vista disso, essa 
transformação 'deve ser realizada cautelosamente, pois poderão aparecer novas situações 
(algumas indesejáveis), as quais não ocorriam antes devido à limitação imposta pela utilização 
do mecanismo de rendez-vous. 
Algumas implicações da transfonnação do rendez-vous em filas FIFO podem ser vistas 
no exemplo que se segue. Tomam-se como exemplo três módulos, um módulo A, um módulo B 
e um módulo meio de transmissão (a partir de agora chamado de meio, por simplificação). 
Considera-se, então, que o módulo A pode enviar mensagens (uma a uma) do tipo msgA ao 
módulo B através do módulo meio; de maneira semelhante, o módulo B pode enviar mensagens 
(uma a uma) do tipo msgB ao módulo A, também através do módulo meio (figura 4.6).
Capitulo 4 - Apresentação da Metodologia 52 
módulo A módulo B 
msgAl 
I 
T msgB msg/IT 
I 
1 msgB 
meio de transmissão 
_ 
Figura 4.6 - Exemplo » 
' 
; Supondo, primeiramente, o exemplo acima sendo especificado em Estelle*. Os módulos 
A e B possuem duas transições cada um, sendo uma de envio e a outra de recepção- de 
mensagens. As transições do módulo A são mostradas a seguir: A ' 
` 
trans (* transição de envio de mensagens do tipo msgA *) 
ipA!msgA 
begin ~ 
end; 
trans (" transição de recepção de mensagens do tipo msgB *) 
ipA?msgB 
begin 
end; ~ 
As transições do módulo B são semelhantes. O módulo meio por sua vez possui quatro 
transições; as quais são responsáveis por receber uma mensagem de um módulo e enviá-la ao 
' 
outro módulo. Estas transições são as seguintes: 
trans ~ 
from RECEBE_MSG to ENVIA_MSG_A 
ipA?msgA . . 
_
A 
“ begin . - 
end; 
trans 
from ENVIA_MSG_A to RECEBE_MSG 
ipB!msgA 
begin
' 
i end; 
trans * 
from RECEBE_MENS to ENV|A_MSG_B 
ipB?msgB 
begin
. 
end;
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trans
. 
from ENVIA_MSG_B to RECEBE_MSG 
ipA!msgB
ç 
begin 
end; 
A análise desta especificação, através da geração do seu grafo de alcançabilidade, 
permite obter algumas conclusões. Pode-se observar que o comportamento desta especificação é 
bastante simples (3 estados e 4 arcos), pois existem apenas dois caminhos possíveis: ou o 
módulo A envia uma mensagem ao módulo B, ou vice-versa. Este envio é feito de maneira 
"atômica", ou seja, quando um módulo envia uma mensagem ao meio esta mensagem será 
enviada em seguida ao módulo destino. Este fato impede, por exemplo, que um módulo envie 
uma próxima mensagem antes que o outro módulo tenha recebido . a anterior. Este 
comportamento, apesar de não ficar explícito na especificação informal, acabou sendo obtido 
pela simplificação introduzida pelo uso do mecanismo de rendez-vous. 
O que ocorre, então, quando é feita a transformação da especificação Estelle* em 
Estelle ISO (mais especificamente com relação à transformação rendez-vous -› filas FIFO)? 
Como citado acima esta transformação deve ser cautelosa, já que comportamentos adversos 
poderão surgir. Tomando-se novamente o exemplo anterior, considera-se um primeiro caso no 
qual a comunicação por rendezivous é simplesmente trocada pela comunicação através de filas 
FIFO. Neste caso, as transi ões de envio dos módulos ficariam da se inte forma: gu 
trans 
. 
(* transição de envio de mensagensçdo módulo A *) 
begin ,_ 
' 
output ipA.msgA A 
end; 
trans `(* transição de envio de mensagens do módulo B *) 
begin « 
output ipB.msgB - - 
end; 
Como pode-se observar pelas transições acima, é possível o envio consecutivo de um 
níunero qualquer de mensagens, por qualquer um dos módulos, antes que o outro módulo receba 
alguma mensagem. Este caso seria o mais geral possível e levaria a uma explosão combinatória 
do grafo, devido à capacidade ilimitada das filas FIFO. Nota-se, com isso, que outras 
possibilidades que são "mascaradas" pela utilização do rendez-vous, aparecem com a utilização 
das filas FIFO. 
~
. 
Considera-se, como um segundo caso, que o comportamento obtido com a 
especificação Estelle*, ou seja, que um módulo só envie uma próxima mensagem após o outro
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módulo receber a mensagem anterior, fosse realmente o comportamento desejado. Neste caso, a 
simples troca do rendeiz-vous pelas filas FIFO não é suficiente, pois como visto acima não existe 
a limitação quanto ao envio de mensagens pelos módulos. Uma maneira de se obter tal 
comportamento seria o envio de um reconhecimento (ACK) quando um módulo recebesse uma 
mensagem. Isto pode ser feito pela introdução de estados globais nos módulos A e B, de modo 
que, quando 0 módulo envia uma mensagem, ele passa a um estado de espera e só retoma ao 
estado de envio ao receber o reconhecimento de que a mensagem enviada foi recebida. 
Obviamente, quando se introduz estes estados globais, deve-se prever todos os possíveis eventos 
que podem ocorrer. Para este caso deve-se prever, por exemplo, que um módulo, mesmo estando em um estado de espera de reconhecimento, pode receber uma mensagem do outro módulo, 
antes de receber o ACK; neste caso, o módulo deve consumir a mensagem, enviar um 
reconhecimento ao outro módulo de que recebeu a mensagem, e continuar no estado de espera 
do ACK. A figura 4.7 mostra os estados globais do módulo A. 
when ipA.ACK 
when ipA.msgB/ When iÊA'msgB / 
output ipA.ACK RECEBE-ACK °“fP“f *PA-ACK 
output ipA.msgA 
Figura 4.7 - Estados Globais do Módulo A do Exemplo 
Com a inclusão destes estados obtém-se o comportamento desejado; mesmo assim o 
grafo de alcançabilidade cresce bastante (29 estados e 50 arcos) em relação ao grafo obtido para 
a_especificação Estelle*. Isto ocorre porque, na comunicação através de filas FIFO, um módulo 
pode não estar habilitado para receber urna interação de outro módulo, porém ele não consegue 
impedir tal módulo de enviar uma interação, aumentado dessa forma o número de possibilidades 
da especificação. - 
.
' 
Um outro aspecto que se coloca está relacionado com as cláusulas de envio e recepção; em uma especificação Estelle* não é permitido, em uma mesma transição, 0 uso simultâneo de uma cláusula de envio e de uma cláusula de recepção, o que é possível em Estelle ISO. Assim, a 
especificação Estelle* apresenta alguns estados globais que tomam-se desnecessários quando se 
transforma a específicação para Estelle ISO; estes estados devem, então, ser eliminados de modo 
a reduzir o grau de não-determinismo da especificação.
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_ 
Este exemplo pôde mostrar que a. transformação de rendez-vous para filas FIFO não é 
tão simples e que deve ser realizada de maneira cautelosa, caso contrário pode conduzir a 
situações indesejáveis. É importante, ao se realizar tal transformação, estar sempre ciente do 
comportamento que se deseja obter do sistema em questão. 
4.4.3.2 - Mecanismos de Estelle Utilizados ` 
A menos que se tenha um conhecimento da implementação final do sistema ese deseje 
alterar os atributos (utilizando também .sjystemprocess e process), é preferível manter os atributos 
systemactivity e activity definidos anteriormente. ` ` 
Em relação à parte de dados deve ser incluída a parte seqüencial da especificação, ou 
seja, as instruções, os procedimentos e as funções Pascal. Como conseqüência, os tipos Pascal 
devem ser definidos e todas as variáveis inicializadas, Por fim, os parâmetros associados às 
interações, que haviam sido desconsiderados até o momento, devem agora ser declarados. 
4.4.3.3 - A Validação da Especificação Detalhada 
A grande complexidade desta especificação devido ao elevado grau de não- 
detenninismo inviabiliza, na grande maioria dos casos, a utilização da verificação como técnica 
de validação. Desse modo, simulação aparece como a solução mais adequada para este nível de 
detalhamento da especificação. Como visto acima, a transformação para filas FIF O pode alterar 
o comportamento da especificação e, por este motivo, a validação a este nível deve procurar 
verificar se o comportamento da especificação se mantém como o esperado. ' ' ~ 
A metodologia de simulação adotada consiste em duas etapas. A primeira é tuna etapa 
de simulações rápidas destinada a encontrar erros mais triviais (como deadlocks que possam ter 
sido introduzidos com a transformação da especificação), através de simulações randômicas de 
curta duração; pode-se também realizar o traço de alguns eventos, como o traço de mensagens 
específicas, utilizando uma simulação interativa (passo a passo). As ferramentas de simulação 
nonnalmente oferecem ambos os modos (randômico e interativo). 
_
' 
A segunda etapa caracteriza-se por simulações mais longas que visam aumentar a 
confiabilidade do sistema. Evidentemente quanto mais intensa esta simulação maior será a sua
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confiabilidade, já que uma simulação exaustiva (cobrindo todos os estados possíveis do sistema) 
não pode ser atingida. 
Com relação às ferramentas de simulação a serem utilizadas, faz-se novamente uma 
referência à análise feita na seção 3.5.1 do capitulo 3. A escolha é feita novamente considerando 
o modelo Estelle utilizado neste nível de especificação. Considerando então o uso de Estelle ISO 
a ferramenta utilizada para a simulação neste nível é o simulador EDB do pacote EDT. 
4.4.4 - A Especificação Orientada à Implementação 
Neste último nível de especificação é importante um pleno conhecimento com relação à 
organização fisica do sistema. Deve-se definir então quais módulos executarão em máquinas 
diferentes,-pois tal distinção levará a possíveis alterações dos atributos definidos anteriorrnente. 
A especificação Estelle deverá sofrer então algumas modificações: , 
- o atributo de sistema 'associado ao nível mais alto da especificação (raiz) deve ser 
excluído. Um atributo de sistema deverá ser associado a todo módulo cujos 
submódulos (se_ houverem) forem comuns a inna mesma máquina; 
o se algtms módulos devem ser alocados a uma mesma máquina masnão existe um 
módulo pai envolvendo-os, tal módulo deve ser criado com um atributo do tipo 
sistema. _ 
`
. 
_ 
A figura 4.8 a seguir mostra um exemplo destes procedimentos onde a especificação (a) 
é transformada na especificação (b). A primeira alteração é a eliminação do atributo sistema ao 
nível da raiz da especificação. Os módulos hachurados representam módulos de sistema e os 
módulos em branco representam atividades ou processos. Considerando, neste exemplo, que os 
submódulos A1 e A2 devem fazer parte de um mesmo sistema, 0 módulo A da especificação (b) 
deverá possuir um atributo de sistema; de modo semelhante, se os módulos B1 e B2 devem 
também fazer parte de mn mesmo sistema e não existe nenhum módulo envolvendo-os, tal 
módulo deverá ser criado e atribuído como sistema. 
- O objetivo dessas primeiras modificações é definir todos os sistemas da especificação, 
já que a cada um deles irá corresponder uma unidade de implementação. Assim sendo, os 
códigos para a posterior implementação deverão ser gerados individualmente para cada sistema.
¡ S 
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Figura 4.8 - Transformações na especificação Estelle 
4.4.4.1 - Obtenção do Código de Implementação 
A implementação é a última etapa do desenvolvimento da aplicação distribuída e 
concentra-se principalmente na obtenção do código de implementação. Com respeito à geração 
do código é novamente recomendada a utilização de uma ferramenta automatizada, pois' com 
isso pode-se obter uma boa parte de código automaticamente. As vantagens da geração (semi-) 
automática de código serão vistas na seqüência. _ ' 
`
. GERAÇÃO SEMI-AUTOMÁTICA no Cómco DE I1\n›LEM1:NTAÇÃo 
A especificação fonnal de um sistema envolve duas partes, uma parte independente da 
máquina e outra parte dependente da máquina. A parte independente da máquina inclui as 
transições de estado e as ações associadas das máquinas de estado finitas e pode ser 
completamente especificada. A parte dependente da máquina, por sua vez, inclui mecanismos de 
geração e detecção de eventos, meios de comunicação, gerenciamento de memória e outros itens 
que não podem ser completamente especificados por estarem relacionados com a arquitetura da 
máquina e com o sistema operacional. - ' .
4 
Por diversas vezes no presente trabalho justificou-se a importância da utilização das 
técnicas de descrição formal. Dentre as suas vantagens destaca-se a possibilidade do emprego de 
compiladores paraa produção de um código apropriado para a implementação [Alcântara 92, 
Ançsart 86, Vuong 88]. Estes compiladores realizamuma checagem sintática e semântica da 
especificação traduzindo-a em um código fonte de alguma linguagem de alto nível como, C ou 
Pascal. A porção gerada automaticamente é a parte independente da máquina que para o caso
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dos protocolos de comunicação, por exemplo, representa de 50 a 70% da implementação 
completa [Sidhu 90]. Já a parte dependente da máquina deve ser codificada a mão, porém muitas 
vezes o seu código ou parte dele pode ser reutilizado. _ 
A utilização de uma ferramenta de geração automática do código, 'mesmo que gerando 
apenas uma parte dele, apresenta uma série de vantagens sobre as implementações totalmente 
codificadas à mão [Sidhu 90]:
g 
' - conformidade da porção gerada automaticamente com a especificação, já que a 
geração é realizada por um compilador; ' _ ~
_ 
o facilidade de manutenção, pois a cada alteração da especificação uma nova 
implementação pode ser gerada pelo compilador; ~ ~ V ' 
o aumento da confiabilidade da implementação, pois a parte gerada automaticamente 
não está sujeita a ,erros de codificação do programador; 
o redução no custo de produção da implementação, visto que boa parte do código 
final é gerada rapidamente; . 
o 0 tamanho e o throughput das implementações geradas semi-automaticamente é, 
em alguns casos, comparável .com as implementações da mesma especificação 
desenvolvidas manualmente. 
4.4.4.2 - Modificações na Especificação Orientada à Implementação 
A seguir são sugeridas algtnnas modificações a serem realizadas nesta especificação 
antes da geração do código de- implementação. Tais modificações referem-se ao aspecto da 
comunicação entre as especiñcações, principalmente com relação à inclusão das chamadas de 
primitivas de comunicação. Tomando-se novamente o exemplo da figura 4.8 o primeiro passo é 
separar a especificação (b) em várias outras, de modo que cada uma represente um sistema a ser 
implementado separadamente (figura 4.9).
I
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Figura 4.9 - A Explosão da Especificação Estelle em Várias Especificações 
Antes de apresentar as modificações e para melhor compreendê-las, devem ser 
relembradas algumas regras de especificação em Estelle [Saqui Q2]: V 
o atnomia [Estelle 88] define uma especificação Estelle como um mundo fechado; 
em particular, a raiz da especificação não possui nenhum ponto de interação;
ç 
o a raiz da especificação tem normalmente a tarefa de criar a arquitetura estática de 
módulos; conseqüentemente, a raiz é considerada inativa, isto é, sua parte transição 
é vazia. 
_
- 
Segundo [Saqui 92], para se realizar a comunicação entre módulos localizados em 
diferentes sistemas não basta simplesmente trocar a comunicação virtual (canal Estelle e pontos 
'
1 de interação extemos) por uma chamada às primitivas de comunicação. E preferível concentrar a 
comunicação com o exterior ao nível da raiz da especificação. Dessa forma, os módulos 
módulo12 e módulo22 do exemplo anterior (figura 4.9) são mantidos intactos; um ponto de 
interação interno é criado ao nível das raizes de cada especificação e conectados aos» respectivos 
pontos de interação externos? como mostra a figura 4.10. »
_ 
da especlfica 
/// 
módulo 
genenco 
Figura 4.10 - A Arquitetura Geral de Implementação
\\
Capítulo 4 - Apresentação da Metodologia 60 
Considerando-se então a comunicação como sendo realizada ao nível da raiz da 
especificação, devem ser acrescidas a ela: 
0 a declaração de pontos de interação intemos de mesmo canal e papéis opostos 
àqueles dos pontos de interação externos dos módulos;
_ 
o na parte "initialize" da especificação, a conexão' entre estes novos pontos de 
interação e aqueles dos módulos; 
o as transições para a comunicação com o ambiente da especificação. 
Tipicamente, estas transições tomam a forma ilustrada abaixo: 
when ponto_de_interação_intemo. ENV|O_DE_'DADO 
begin i i _ 
' "chamada da primiti_va de envio de dados" 
V end; 
provided REcEPçÃo_soBRE_o_MECANisMo_DE_coMuN|cAçÃo_ExTERNo 
begin
_ 
V "chamada da primitiva de recepção de dados" - ` 
` 
output ponto_de_interação__intemo.DADO_RECEB|DO(dado) 
end; “ 
4.4.4.3 - O Teste da Implementação 
Como a especificação orientada à implementação consiste basicamente no rearranjo dos 
módulos de modo a se obter os sistemas que serão posterionnente implementados, a validação 
neste nível se faz diretamente sobre a implementação' em si. Esta última etapa de validação 
compõe-se então de testes de implementação cujo objetivo é verificar se as etapas anteriores 
foram realizadas de maneira eficaz e se o sistema obtido satisfaz às necessidades especificadas 
de início. ._ ` 
No caso dos protocolos de comunicação o principal tipo de teste realizado é conhecido 
como teste de conformidade [Rayner 87]. Este teste pode ser considerado como um caso de 
validação de consistência [Bochmarm 87b], onde uma implementação de um protocolo, 
normalmentechamada de "implementação sob teste" (IUT, do inglês "Implementation Under
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T est ") é checada contra a especificação do protocolo, a qual atua como uma referência. A IUT é 
estimulada pela entrada de teste que é gerada por um ou vários módulos de teste. A saída gerada 
pela IUT em resposta à entrada de teste deve ser observada e comparada com a especificação do 
protocolo de modo a determinar se a saída observada está de acordo com a especificação. Aqui 
também é imprescindível a utilização de ferramentas automatizadas. As diversas ferramentas 
existentes oferecem facilidades para o registro de traços, teste interativo com o usuário, criação e 
observação de PDU (Protocol Data Unit), execução automática de casos de testes entre outras. 
4.5 - Conclusão 
Este capítulo apresentou uma metodologia de utilização da técnica de descrição formal 
Estelle (e da versão Estelle*) para o desenvolvimento de aplicações distribuídas. Esta 
metodologia foi baseada nos conceitos de abstração e refinamentos sucessivos, através dos quais 
um sistema é desenvolvido a partir de um nível de abstração elevado - considerando apenas os 
aspectos relevantes a este nível - e refinando-se este sistema até a obtenção do produto final. 
Este tipo de abordagem apresenta duas vantagens principais: a primeira decorre do fato que os 
problemas vão surgindo aospoucos, ou seja, de acordo com o nivel de abstração em que se 
encontra o desenvolvimento do sistema. A segunda vantagem diz respeito à validação do sistema 
que, sendo este desenvolvido em níveis, pode também ser validado em níveis, isto é, após o 
ténnino de um nível de refinamento o sistema pode (e deve) passar por uma etapa de validação, 
utilizando a técnica que se julgar mais adequada para tal nível. 
Com relação a Estelle, foram apresentados os quatro níveis principais de especificação: 
a especificação funcional, a especificação orientada a modelo, a especificação detalhada e, por 
fim, a especificação orientada à implementação. Dentro de cada nível de especificação foram 
introduzidos os pontos de Estelle considerados relevantes, bem como Aa metodologia de 
validação mais indicada em tais níveis. É importante ressaltar que esta separação em quatro 
níveis não deve ser vista como tuna estrutura rígida de especificaçao, mas sim como um 
arcabouço destinado a orientar o V desenvolvimento das especificações. Neste sentido, nada 
impede que outros níveis intermediários possam vir a ser desenvolvidos, se isto for auxiliar ainda 
mais os processos de concepção e validação do sistema. › 
Outro aspecto com relação aos níveis de especificação se refere à transformação de um 
nível para outro. Neste sentido, o ponto mais crítico está na transformação da especificação 
orientada a modelo para a especificação detalhada, devido à mudança do modelo Estelle* para 
o Estelle ISO. É necessário que tal transfonnação seja feita cuidadosamente, de modo a se 
manter o comportamento desejado para o sistema.
CAPÍTULO 5
I 
UM EXEMPLO DE APLICAÇÃO DA METODOLOGIA 
5.1 - Introdução 
_ Neste capítulo será apresentado um exemplo de aplicação da metodologia vista- no 
capítulo anterior. O exemplo consiste na formalização e implementação, através de Estelle, da 
tarefa de montagem a ser realizada por uma Célula Flexível de Montagem (CFM), utilizando os 
conceitos de abstração e refinamentos definidos na metodologia. A escolhadeste exemplo se 
justifica por se tratar de uma aplicação encontrada na indústria, que envolve problemas típicos 
de um sistema distribuído como paralelismo e sincronização. Além disso, a utilização de Estelle 
em uma aplicação deste tipo vem comprovar que o campo de aplicação desta técnica não se 
restringe apenas à area dos protocolos de comunicação, classe de aplicação para a qual Estelle 
foi concebida. 
_ . 
` 
^
P 
Este capítulo apresenta primeiramente a definição do exemplo de aplicação' e em 
seguida os aspectos relativos à modelagem de uma CFM. A partir daí, a metodologia vista no 
capítulo 4 é utilizada sobre o exemplo proposto; são desenvolvidos os diversos níveis de 
especificações e as suas respectivas validações até o objetivo final que é a implementação da 
tarefa de montagem. 
.
A 
5.2 - Definição do Exemplo de Aplicação 
O exemplo, de aplicação escolhido para apresentar a metodologia proposta trata do 
sistema de controle de uma Célula Flexível de Montagem (CFM). Uma CFM consiste em Lun 
conjunto de componentes distribuídos que podem executar ações em paralelo visando a 
realização de uma determinada tarefa de montagem. Dessa forma, a modelagem da tarefa de 
montagem deverá considerar todos os possíveis problemas que poderão :advir devido à 
característica distribuída dos componentes da célula. _Tais problemas envolvem a sincronização
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entre os componentes, bem como a alocação dos recursos a serem utilizados nas diversas 
operações. ' '
I 
n C- I amem Esteira 
' 
A MesaflširatóriaQ _ V - v V 
RobõB RobôA 
MeseB MeseA 
Ê|› 
Figura 5.1 - A Célula Flexível de Montagem ` 
t A-célula utilizada neste exemplo pode ser vista na figura 5.1 e é constituídados 
seguintes componentes; V 
t
V 
- a simulação' é fundamentada na aproximação dos resultados. -Isto é incompatível 
com a verificação que fomece ou 'o resultado correto ou o resultado incorreto, ou 
seja, uma prova da correção; 
_ 
› 
`
_ 
o dois robôs, RobôA e RobôB, responsáveis pelo deslocamento e montagem das 
P¢ÇflS; 
e uma mesa, MesaA, para a alimentação de peças do tipo A; 
~ uma mesa, MesaB, para a alimentação de peças do tipo B e para o depósito de 
peças montadas incorretamente; ' ` ' 
0 Luna MesaGiratória, que serve como um plano para o deslocamento das peças de 
um lado ao outro da célula e sobre 0 qual é feita a montagem das peças; 
o uma Câmera, para a inspeção das peças montadas; 
ø uma Esteira, para oi descarregamento das peças montadas corretamente.
Capitulo 5 - Um Exemplo de Aplicação da Metodologia 64 
5.3 - Modelagem de uma CFM 
,
~ 
A técnica ide modelagem da Célula Flexível de Montagem utilizada neste trabalho 
consiste no' desenvolvimento de dois tipos de modelagem: uma modelagem funcional, para 
representar o conjunto de funções disponíveis na célula e uma modelagem espacial, para definir 
as diferentes restrições espaciais. Esta técnica de modelagem foi utilizada em [Mazzola 91] e é 
resultado de trabalhos efetuados pelo grupo de Robótica e Inteligência Artificial (RIA) do 
LAASA/CNRS (Laboratoire d'Automatique et d'Analyse des Systèmes du Centre National de la 
Recherche Scientifique) (França), sobre a modelagem e a programação de tarefas de montagem 
[Alami 89, Chochon 86]. .
_ 
5.3.1 - Modelagem Funcional da CFM 
O objetivo da modelagem funcional é representar, de maneira abstrata, os diferentes 
componentes da CFM (robôs, câmeras, esteiras etc) os quais são capazes de provocar mudanças 
no estado de execução de uma tarefa de montagem. Devem ser definidos, então, os conceitos de 
ator e agente [Mazzola 91]: ' 
_' um ator é todo elemento capaz de manipular peças em urna CFM; os atores atuam 
no nível mais baixo da execução de uma tarefa de montagem e podem efetuar 
diversas operações sobre as peças como: deslocamentos, no caso de um braço de 
um robô; suportes, no caso de uma garra de um robô; inspeções e identificações, no 
caso de uma câmera; transformações tecnológicas, no caso de mn tomo; 
alimentações e descarregamentos de peças como no caso das esteiras; 
ø um agente representa um conjtmto de atores indissociáveis e necessários à 
realização (completa ou parcial) deuma ação sobre uma ou mais peças, a qual 
provoca um avanço no processo de montagem. Um robô pode ser modelado por um 
agente composto por 'dois atores: um braço, para o deslocamento das peças e uma 
garra para o suporte das peças. . 
5.3.2 - Modelagem Espacial da CFM 
O objetivo da modelagem espacial é representar o espaço disponível na célula 
caracterizando, desta forma, o estado de avanço da tarefa de montagem e os recursos espacias da
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célula. Para a modelagem espacial são introduzidos os conceitos de sítio, zona de trabalho e 
lugar de uma CFM [Mazzola 9l]: ' . 
- um sítio é todo o espaço de uma célula no qual pode-se encontrar uma peça, 
considerando que duas ou mais peças montadas constituem uma única peça. Como 
exemplo de sítios pode-se citar a garra de um robô e o espaço sob uma câmera de 
~ ~ 
1IlSp€ÇaO;
_ 
o uma zona de trabalho é toda a região do espaço onde dois ou mais sítios podem 
interagir. O espaço sobre o plano de montagem pode ser modelado como uma zona 
de trabalho, onde há a interação do sítio "plano de montagem" com o sítio "garra do 
robô". 
o um lugar caracteriza uma classe de equivalência de sítios da CFM. Dois ou mais 
sítios são ditos equivalentes se eles realizam as mesmas funções (equivalência 
funcional) e têm' acesso às mesmas zonas de trabalho (equivalência espacial). 
Considerando-se, por -exemplo, um robô que apresente duas garras, cada garra 
caracteriza um sítio e as duas garras caracterizam um único lugar, por serem 
equivalentes tanto do ponto de vista funcional quanto espacial. 
5.4 - Aplicação da Metodologia na Especificação do Exemplo 
5.4.1 - Especificação Informal da Tarefa de Montagem 
p 
_ 
A tarefa de montagem apresenta as características essenciais e os principais problemas 
encontrados no controle de uma célula flexível de montagem. Ela consiste da montagem de duas 
peças A e B, produzindo uma peça AB. 
A execução da-tarefa pode ser descrita informalmente da seguinte maneira: as peças A e 
B são introduzidas manualmente pelo operador da célula sobre a MesaA e MesaB, 
respectivamente; o RobôA pega uma peça A da MesaA e coloca a mesma sobre o lado direito da 
MesaGiratória; a MesaGiratória realiza uma rotação de 180 para transferir a peça A para o 
lado esquerdo da célula onde será montada com uma peça B; a montagem é realizada pelo 
RobôB, após ter pego uma peça da MesaB; se, durante esta montagem, uma nova peça A é 
alimentada sobre a MesaA, o RobôA vai, em paralelo, realizar o seu posicionamento sobre o 
lado direito da MesaGiratória. ' _ ~
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No final da montagem, a Câmera efetua a inspeção da peça montada AB; se o resultado 
da inspeção indicar uma peça montada corretamente (ABok) a MesaGiratória deve efetuar um 
novo giro de 180 para transferir a peça ABok ao lado direito da célula. A peça.ABok será, então, 
transferida para a Esteira pelo RobôA para ser descarregada; no caso de uma peça incorreta 
(ABer), o RobôB transfere a peça para a MesaB para desmontagem e nova alimentação. - 
5.4.2 - A Especificação Funcional 
Como visto no tópico 4.3.1 da metodologia a especificação» funcional consiste 
basicamente na definição da estrutura do problema em termos dos módulos e sub-módulos. 
Neste primeiro nivel de especificação formal Aa especificação apresenta um módulo supervisor da 
tarefa de montagem e os módulos representando os agentes da célula: RobôA, MesaGiratória, 
RobôB, Câmera e Esteira, como mostra a figura 5.2 aseguir. ' 
\\$ 
, 
///c , 
} Giratória 1 
ç 
f » 
aciviry f, acivity r acivity V acivizy .acivity 
Figura 5.2 - A Especificação Funcional
~ A especificaçao funcional em Estelle da tarefa de montagem é vista a seguir:
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SPECIFICATION EspecFuncionaITarefa SYSTEMACTIVITY 
default no queue; 
CHANNEL SUPERV×ROBOA (SUP,ROB); 
BY SUP: PIaceA; PIaceABOk; - 
BY ROB: APIaced; ABOkPIaced; 
CHANNEL suPERv×MEsAe|R (suP,MEs); 
BY SUP: Rotate; 
BY MES: Rotated; 
CHANNEL SUPERVxROBOB (SUP,ROB); 
BY SUP: AssAB; UnloadABerr; 
BY ROB: ABAssembIed; ABerrUnIoaded; 
CHANNEL SUPERVXCAMERA (SUP,CAM); 
BY SUP: |nspectAB; 
›
* 
BY CAM: ABInspectedOk; ABInspectedErr; 
CHANNEL SUPERVxESTEIRA (SUP,EST); 
BY SUP: UnIoadABOk; 
BY EST: ABOkUnIoaded; 
MODULE SupervisorType ACTIVITY; E 
IP SupRoboA : SUPERV×ROBOA(SUP); 
IP SupMesaGir : SUPERVxMESAGIR(SUP); 
IP SupRoboB : SUPERVxROBOB(SUP); 
IP SupCamera : SUPERVxCAMERA(SUP); 
IP SupEsteira : SUPERVxESTEIRA(SUP); 
END; › - ' 
MODULE RoboAType ACTIVITY; 
IP RoboASup : SUPE-RVx ROBOA(ROB); 
END; ' - 
MODULE MesaGirType ACTIVITY; 
IP MesaGirSup : SUPERVX MES/V-\GIR(MES); ' 
END;
f 
MODULE RoboBType AcT|v|TY; 
IP; R0boBSup 2 SUPERVX ROBOB(ROB); 
END; 
MODULE CameraType ACTIVITY; ¡ 
IP CameraSup :SUPERVX CAMERA(CAM); 
END; E . . A 
MODULE EsteiraType ACTIVITY; 
IP EsteiraSup 2 SUPERVX ESTEIRA(EST); 
END; 
BODY SupervBody FOR SupervType; 
END; 
BODY RoboABody FOR RoboAType; 
END; =
Capitulo 5 - Um Exemplo de Aplicação da Metodologia 63 
BODY MesaGirBody FOR MesaGirType; V 
END; 
BODY RoboBBody FOR RoboBType; 
END; 
BODY CameraBody FOR CameraType; - 
ENI'1 
BODY EsteiraBody FOR EsteiraType; 
END; ‹ 
MODVAR . 
Superv : SupervType; 
RoboA : RoboAType;
V 
MesaGir : MesaGirType; 
RoboB : RoboBType; 
Camera : CameraType; i 
Esteira : EsteiraType; 
INITIALIZE- 
BEGIN 
INIT Superv WITH Supen/Body; 
INIT RoboA WITH RoboABody; 
INIT MesaGir WITH MesaGirBody; 
INIT RoboB WITH RoboABody; 
INIT Camera WITH Supen/Body; . 
INIT Esteira WITH RoboABody; 
CONNECT Superv.SupRoboA TO RoboA.RoboASup; 
CONNECT Superv.SupMesaGir TO MesaG¡r.MesaGirSup; 
CONNECT Superv.SupRoboB TO RoboB.RoboBSup; ' 
CONNECT Superv.SupCamera TO Camera.CameraSup; 
CONNECT Supen/.SupEsteira TO Esteira.EsteiraSup; 
END; ' 
END. { EspecFuncIonaITarefa} 
Como foi explicitado no tópico 4.3.1 a validação da especificação funcional consiste na 
análise estrutural estática da especificação. Pela simplicidade do exemplo acima, uma simples 
inspeção do código bastaria para a sua validação. Entretanto, devido à facilidade da sua 
utilização, o GENESTIM (tradutor do ESTIM) serviu para comprovar a correção desta 
especificação. “
I 
5.4.3 - A' Especificação Orientada a Modelo 
Este segundo nível de especificação será caracterizado pela definição do 
comportamento do sistema o que traduz-se, principalmente, na inclusão dos corpos dos módulos 
e das interações trocadas pelos canais. Uma primeira etapa antes de partir para a especificação
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Estelle consiste na identificação das ações elementares da tarefa de montagem e dos lugares 
necessários para a execução de cada uma destas ações. 
As ações elementares são as seguintes:
I 
Coloca/1, que é realizada pelo RobôA e corresponde a pegar uma peça A da MesaA 
e colocá-la sobre o lado direito da MesaGiratória; 
Rotacíona, que corresponde à uma rotação de 180° da MesaGiratória; esta ação 
pode ter dois efeitos simultâneos: o deslocamento de uma peça A do lado direito 
para o lado esquerdo da célula para a sua montagem; o deslocamento de uma peça 
corretamente montada (ABok) do lado esquerdo para o lado direito da célula, para o 
seu descarregamento posterior; - ' V 
MontaAB, que é realizada pelo RobôB e corresponde a pegar uma peça B da 
MesaB e montá-la sobre uma peça A presente sobre o lado esquerdo da 
Mesaoirzfónz; 
A 
_ 
~
- 
InspecionaAB, que corresponde à uma inspeção, pela Câmera, de uma peça AB já 
montada sobre o lado esquerdo da MesaGiratória; esta ação corresponde a uma 
operação não previsível, onde o resultado, desconhecido até o final da sua 
execução, poderá ser ou uma peça montada corretamente (ABok) ou uma peça 
montada incorretamente (ABer); - . 
DescarregaABok, que corresponde ao descarregamento, pelo RobôA, de uma peça 
'montada corretamente; esta ação pressupõe a presença de uma peça ABok sobre o 
lado direito da MesaGiratória (impondo assim uma rotação da mesma após a ação 
de inspeção); ela representa, então, a tomada da peça ABok, sua deposição sobre a 
esteira e o seu descarregamento pela mesma; .
_ 
DescarregaABer, que corresponde ao descarregamento de uma peça montada 
incorretamente; esta ação é efetuada pelo RobôB que pega a peça ABer sobre o lado 
esquerdo da MesaGiratória e a coloca sobre a MesaB, sabendo que esta peça será 
em seguida manipulada pelo operador (desmontagem e realimentação). 
As ações de alimentação de peças A e B não são consideradas como ações elementares 
da tarefa de montagem especificada, visto que elas são realizadas por iniciativa do operador da 
celula, independentemente da lógica do software. - ~ ` 
Com relação aos lugares da célula, deve-se lembrar que um lugar caracteriza uma 
classe de equivalência de sítios da célula, sendo esta equivalência considerada dos pontos de
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vista funcional e espacial. A identificação dos lugares importantes da célula, para a 
representação do seu estado, depende do nível de abstração considerado para a definição das 
ações. Esta identificação foi feita em [Mazzola 91], relacionando as ações elementares aos sítios 
por elas utilizados. O resultado disto foi a definição de quatro lugares que permitem conhecer o 
estado da tarefa de montagem em qualquer intante dado: MD (mesa direita), LDMG (lado direito 
da mesa giratória), LEP (lado esquerdo da mesa giratória) e ME (mesa esquerda). A 
especificação orientada a modelo completa em Estelle está no anexo H. A estrutura de módulos, 
juntamente com a configuração dos canais e seus respectivos pontos de interação, da 
especificação orientada a modelo é identica à da especificação funcional mostrada na figura 5.2 
5.4.3.1 - Validação da Especificação Orientada a Modelo 
A técnica de validação utilizada a este nível' foi a verificação formal da tarefa de 
montagem, com auxílio da ferramenta ESTIM. Definiu-se então uma partição (figura 5.3), tendo 
de um lado o módulo Supervisor (definido como o mundo observado) e, do outro, os módulos 
relativos aos agentes da célula (definidos como sendo o àmbiente externo). _ 
f Especificação Orientada a Modelo A \ 
I W / . I 
obô Mesa RobôB Câmea Estei 
Giratória
š \\\ 
._~ acivity acivity acivity acivizfy acivity 
\ AMBIENTE EXTERNO J 
Figura 5.3 - Definição da Partição - Arquitetura de Verificação 
Tendo-se definida a partição realizou-se uma análise do comportamento da célula. Esta 
análise foi feita da mesma .fonna que a realizada em [Mazzola 91] para um caso semelhante. A
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0 0 primeiro tipo representa o paralelismo dufamfi 3 eX¢CUÇã0 da tafefa de 
montagem, que é representado pelo entrelwento de transições representando as 
ações que não utilizam os mesmos recursosfifilI0Í0flaÍS C CSPfi¢ÍflÍS); Um ¢X€mPl° é 
a execução das ações MontaAB e ColocaA; ' 
~ o segundo tipo de não-detenninismo rewelilâ 0 f¢Sl11Íad0 dfi uma aÇã0 95° 
previsível, como por exemplo a ação InspezñmAB;_ 
_Uma última análise foiefetuada sobre o autôrmiw gBfad0 00111 f¢ÍaÇã0 à 'äquívalêncía 
observacional, a qual pôde finalmente mostrar a ausêniiadfl ¢SÍad0S de deadlwk- A figufa 5-4 
acima mostra o autômato reduzido do supervisor àzz tarefa de moníagfim UÍ_Í1ÍZafld0 a 
equivalência de traço. ' 
_
_ 
5.4.4 - A Especificação Detalhada ~ 
O objetivo da especificação detalhada é' expliciw 1050 0 fi1flCÍ°Uam¢UÍ° dO Sistfima- N? 
passagem da especificação orientada a modelo para a @@0Ífi<>flÇã0 detalhada- ffëfam fefllílfidfis 
duas transformações principais. A primeira diz respeito à 00mUI1ÍCflÇã0 eflffe 05' HIÓÕUÍOS; 3 
comunicação síncrona através mecanismo de rendez-volts ufililada até ¢l1Íã0 É Subsfimída Pela 
comunicação por ñlas FIFO; a segtmda tranforrnação ¢Stá ffilacíöfladfl 00111 as transições 
correspondentes às ações da tarefa de montagem e será vista na seÇã0 Seguinte- A afquítemfa em 
módulos da especificaçãoçdetalhada é mostrada na figura 5.5, a~S¢8UÍf- 
ç 
_ 
À 
z
_ 
lhada Systema‹:i_vity 
ø /// ~ 
. 
ob‹›A ' Mesa Robô!! Ê Esteira 
Giratória ~ 
. 
- 
. 
_ _
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V acivity acivíty * acivily 
// 
._ _ 
V 
Figura 5.5 - A Especiñcação Detalhada V 
\\ ~
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5.4.4.1 - Transformações nos Corpos dos Módulos - 
No módulo Supervisor da Tarefa de Montagem da especificação orientada a modelo 
cada ação da tarefa (como "coIocar peça A na mesa -giratória") correspondia a uma única 
transição Estelle, como será visto no exemplo abaixo. Isto porque, na verdade, todas as ações 
eram realizadas dentro do módulo Supervisor; a comunicação com os módulos agentes servia 
apenas para "informar" os módulos agentes que tais ações haviam sido realizadas. O objetivo 
disto era poder observar tais interações na verificação do supervisor da tarefa de montagem. Na 
especificação detalhada, as ações executadas por cada agente da célula passam a ser realizadas 
dentro dos respectivos módulos. Dessa forma o módulo Supervisor é responsável apenas pelo 
controle da execução das ações, isto é, quando a condição de uma transição é satisfeita, e tal 
transição é selecionada para ser disparada, urna ordem de execução de uma determinada ação é 
enviada ao respectivo módulo, o qual após a sua execução envia uma resposta dizendo que tal 
ação foi completada., Não é considerada aqui a hipótese de falha ou intemipção na execução de 
qualquer ação. _
ç 
Como exemplo, são mostradas a seguir as transformações da ação "coloca peça A na 
mesa giratória". Na especificação orientada a modelo tal ação era representada em Estelle da 
seguinte forma: . ' -_ 
' 
_`
' 
TRANS Í ~ E ' f 
PROVIDED (MesaA = A) AND (LadoDireitoMesaGir = EMPTY) 
TAREFA×CELULA!CoIocaA V ' - - 
BEGIN - _ _ _ _ 
MesaA` = EMPTY; “ 
_ 
LadoDireitoMeSaGir =A'
_ 
END; ._ 
Como pode-se observar, as variáveis que representam os lugares da célula já são 
atualizadas na ró ria transi ão' sendo assim a a ão "coloca e a A na mesa iratória" e as Ç ,_ › P Ç 8 
demais ações da tarefa) são executadas com o disparo de apenas uma transição. Na especificação 
detalhada cada ação é composta de duas transições dentro do módulo Supervisor da Tarefa de 
Montagem; -uma de _envioda ordem de execução da ação e outra que recebe a conñrmação da 
execução da ação. ` 
V 
_
_ 
~ Por outro lado, cada módulo representando um agente da célula contém uma transição 
para cada ação por ele executada; tal transição recebe a ordem de execução da ação através da 
cláusula Estelle when e envia a resposta de execução ao módulo Supervisor da Tarefa de 
Montagem. A mesma ação "coloca peça A na mesa giratória" na especificação detalhada fica 
da seguinte forma: . ~
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(* No módulo Tarefa de Montagem *) 
TRANS 
V 
'
. 
PROVIDED (MesaA = A) AND (LadoDireitoMesaGir = EMPTY) AND NOT Contro|eRoboA ` ~ BEGW l 
l
, ControIeRoboA =' TRUE; OUTPUT Tarefa_RoboA.ColocaA. A 
END; ' 
TRANS 
“ 
_ 
WHEN Tarefa_RoboA ~ 
BEGIN - 
ControIeRoboA = FALSE; 
MesaA ` . = EMP`I'Y; 
LadoDireitoMesaGir ‹ = A - 
END; j ~ 
(* No módulo R0bôA ' *) 
TRANS ` - - ' 
V 
` WHEN RoboATask.Co|ocaA E 
BEGW- _s› A
l 
OUTPUT Rob0ATask.ACO|Ocada EN D;
, 
' É importante notar dois aspectos. desta nova especificação. O primeiro refere-se às 
variáveis que representam os lugares da célula que, obviamente, só poderão ser atualizadas após 
a célula haver recebido a resposta de que a ação foi completada. O segundo é conseqüência do 
primeiro e refere-se às variáveis de controle das transições. Uma vez disparada a transição 'que' 
envia, a ordem de execução da ação, as condições das transições são novamente avaliadas' e, 
neste caso, como as variáveis da transição recém disparada ainda não foram atualizadas, esta 
transição estará erroneamente habilitada. A primeira solução imaginada foi criar estados globais 
para que uma transição, após ter sido disparada, só pudesse estar novamente habilitada quando o 
módulo Supervisor da Tarefa de Montagem recebesse a resposta do término dessa ação. 
Assim, haveria um estado global Envia_Ordem e os demais' estados de espera de resposta como, 
por exemplo, A guarda_Peça_A_Co1ocada ou A guarda_Peça_AB_1nspecionada. - 
Após as primeiras análises, esta solução foi descartada pois restringia o paralelismo na 
execução das ações. O motivo é que as todas transições relativas às ordens de execução de ações
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eram disparadas a partir do estado global Envia_0rdem. Após o disparo de qualquer uma dessas 
transições o módulo Supervisor da Tarefa de Montagem passava a um estado global de espera 
(como Aguarda_Peça_A_Colocada) e nenhuma outra ordem de execução-de outra ação poderia 
ser enviada antes do final da execução da ação anterior, após o que o estado global do módulo 
retornaria ao estado Envia_Ordem. 
.
' 
A solução encontrada foi a eliminação dos estados globais e a' criação de urna variável 
de controle para cada agente da célula, partindo-se do pressuposto que cada agente só pode 
executar uma ação por vez. Desta maneira, uma -transição de ordem de execução de uma ação é 
desabilitada pela respectiva variável de controle após ter sido disparada. Além disso, enquanto 
tal ação é executada, outras ações podem ser executadas em paralelo, já que não há mais estados 
globais e as transições relativas a estas ações podem estar agora habilitadas. A especificação 
detalhada da tarefa de montagem está no anexo III. 
5.4.4.2 - Validação da Especificação Detalhada 
Duas técnicas foram utilizadas na tentativa de se validar a especificação detalhada. A 
primeira foi a execução de alguns cenários com o intuito de verificar a ocorrência de certos 
eventos desejáveis e a segunda foi a execução de uma 'simulação randômica. Tais simulações 
foram realizadas utilizando a ferramenta EDB. -. - ~ 
_
- 
EXECUÇÃO DE CENÁRIOS .
W 
Os cenários partiam do estado inicial da tarefaino qual a única .transição habilitada era a 
transição de alimentação de uma peça A, visto que de acordo com a especificação uma peça B só 
pode ser alimentada quando houveruma peça A no lado esquerdo da mesa giratória. i 
4. O primeiro cenário testado consistia na alimentação de uma peça A e de uma peça B, 
tendo a peça AB montada um resultado positivo da inspeção. Este' cenário obteve o resultado 
esperado, com a peça AB sendo descarregada pela esteira e a *tarefa voltando ao 'seu estado 
izúcizi. 
, 
~ 
I 
. 
E A 
O segundo cenário testado era semelhante ao anterior tendo, porém, uma peça AB 
errada como resultado- da inspeção; o *resultado também foi o esperado, já que a peça foi 
corretamente descarregada pelo robô B para ser desmontada. 
V
`
_
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D1sr>ARo RANr›ôM1co DE TRANSIÇÕES 
O disparo de 100 transições a partir do estado inicial da tarefa foi suficiente para 
observar algumas características do seu funcionamento, como a ausência de deadlock e o disparo 
de todas as transições da especificação. Constatou-se, também, pela análise das seqüências de 
disparo das transições, a ocorrência de ações executando em paralelo, como era previsto. 
5.4.5 - A Especificação Orientada à Implementação 
O desenvolvimento da especificação orientada à implementação constitui a última etapa 
antes da implementação do sistema. Seguindo a metodologia, a primeira modificação realizada 
foi a redefinição dos atributos de acordo com a organização fisica. Para o exemplo em questão 
não se dispunha de urna célula flexível de montagem para a implementação da tarefa de 
montagem. Dessa forma, uma implementação foi simulada utilizando-se a rede UND( de 
estações de trabalho SUN, disponível no LCMI; a rede serviu como um ambiente distribuído no 
qual uma estação representava a tarefa de montagem e as demais representavam cada agente da 
célula. Já que cada módulo seria implementado em uma máquina diferente, cada módulo teve 
um atributo de sistema associado a ele, sendo retirado o atributo de sistema ao nível da raiz da 
especificação, como mostra a figura 5.6 a seguir. 
_ V 
' 
- 
' ' 
RobôA MesaGiratória RoboB Camera Esteira 
systemacivity 
i 
syslemacivity systemacivity ystemacivity ystemacivity 
/ 
_
~ 7/ / ////r ////// / //
. 
Figura 5.6 - A Especificação Orientada à Implementação
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Isto feito, partiu-se para a implementação das especificações. A especificação da figura 
5.6 foi expandida em seis .especificações diferentes, uma para cada sistema; Antes, porém, da 
geração de seus códigos, foi necessário realizar algumas modificações, citadas no capítulo 4 (cf. 
tópico 4.4.4.2), de modo a adequar as especificações e permitir a comunicação entre as mesmas. 
Basicamente, as modificações feitas consistiram na adição, ao nível da raiz das especificações, 
de um ponto de interação intemo e da interface com o meio de comunicação (neste caso, a rede 
UNIX do _LCMI). Esta interface corresponde às transições que realizavam as chamadas de 
primitivas de comunicação. 'Na verdade, como será visto adiante, foi desenvolvida uma 
biblioteca de funções com o objetivo de auxiliar no processo de comunicação, deixando-a mais 
transparente do ponto de vista da especificação Estelle. ~ ` 
5.4.5.1 - A'UtiÍlização dos Soquetes UNIX 
H 
O' soquete é um dos mecanismos de comunicação do tipo "passagem de mensagens" do 
UNIX, sendo composto de três elementos que definem a comunicação entre os processos: um 
domínio de comunicação, um tipo e um protocolo associado [Rochkind 85, SUN 90]. 
' O .domínio de comunicação determina se a comunicação será local (Domínio UNIX) ou 
remota (Domínio INTERNET) e está relacionado com a estrutura de endereçamento (família de 
endereços) e com 0 conjunto de protocolos que implementa os vários tipos de soquete dentro de 
um domínio (família de protocolos). No domínio UNIX o nome (endereço) do soquete 
representa o caminho ("pathname") de acesso ao soquete. No ,domínio INTERNET os endereços 
são fonnados lo endere o da má uina na rede "hosmame" e or um número identificador Pe Ç Q P 
chamado porta ("port"). E f 1 1 › ' 
' 
V O tipo do soquete determina a maneira comoos dados são transmitidos. Os ,dois tipos 
usuais são o tipo e o tipo DATAGRAMA. A comunicação do tipo STREAM implica 
no estabelecimento de uma conexão entre os soquetesi ,Essa comunicação fomeceum fluxo de 
dados bidirecíonal, confiável, seqüencial, não duplicado além de não manter os limites entre as 
mensagens. O próprio protocolo que implementa tal estilo se encarrega de retransmitir as 
mensagens recebidas com erros. A comunicação do tipo DATAGRAMA não utiliza conexões. É 
uma comunicação bidirecional que não garante ,a seqüencialidade, a confiabilidade' e a não 
duplicação dos dados transmitidos. Os datagramas enviados são mantidos separados, ou seja, os 
limites entre as mensagens são preservados. Já que não existe o estabelecimento de uma 
conexão, cada mensagem a ser enviada deve ser endereçada individualmente, ou seja, o 
endereço do soquete destino deve ser fomecido a cada envio. Se 0 endereço estiver correto, ela 
geralmente serárecebida, embora isso não seja garantido. '
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O protocolo é o conjunto das regras, formatos de dados e convenções que regulam a 
transferência de dados entre os participantes da comunicação. Geralmente existe, dentro de cada 
domínio, um protocolo para cada tipo de soquete. Por exemplo, no Domínio INTERNET o 
protocolo -padrão--(-'ldefa-u1tr'›'-) para «o-soquete›~do~tipo' -STREAM é -ot TCP (Transmission "€ontrol' 
Protocol), enquanto que para o tipo DATAGRAMA o protocolo padrão é o UDP (User Datagram Protocol). Embora umprotocolo diferente possa ser selecionado, o protocolo padrão 
satisfaz a quase todos os casos e é normalmente o protocolo utilizado. 
, Na comunicação através de soquetes cada processo participante da comunicação deve 
criar o seu próprio soquete (esses soquetes devem ser do mesmo tipo) estabelecendo, assim, um 
ponto final de comunicação. Além disso, um nome deve ser associado ao soquete para que os 
demais processos possam acessá-lo. A comunicação se através de primitivas de envio e 
recepção de acordo com o tipo dos soquetes. No tipo1STREAM, urna conexão deve ser 
estabelecida antes da transferência dos dados e, dessa forma, as primitivas não precisam 
fomecer os endereços de destino e de origem. No tipo DATAGRAMA, porém, não-» existe o 
estabelecimento de uma conexão e, conseqüentemente, a primitiva de envio deve fornecer o 
endereço alvo, o mesmo acontecendo para a primitiva de recepção, se o processo receptor 
necessitar saber a origem do dado. ' ' 
_ 
q
› 
No exemplo da célula utilizou-se o domínio INTERNET pois os processos estavam 
distribuídos em diferentes estações da rede. Como não havia a -necessidade de estabelecimento 
de conexões entre os soquetes, optou-se ' por urna comunicação do tipo DATAGRAMA, 
utilizando o seu protocolo padrão. 
« 
ç
. 
5.4.5.2 - A Utilização de uma Biblioteca de Funções para os Soquetes 
Tendo-se definido então que os processos comunicantes executariam em máquinas 
diferentes (domínio INTERNET) e que tal comunicação seria do tipo DATAGRAMA, foi 
desenvolvida uma bibliotecaide funções (lib_inet.c) para facilitar a criação dos soquetes e a 
comunicação entre os_mesmos. Esta biblioteca é mostrada no anexo IV e possui as seguintes 
funções: cria_soqueteO, envía_mensagemÚ, recebe_mensagemÚ, soquete_nao_vazioO.l A 
função soquete_nao_vazioO testa a existência de alguma mensagem para leitura no soquete. Tal 
função é necessária visto que a primitiva de leitura readO do UNIX, utilizada pela função 
recebe_mensagem0, é bloqueante, ou seja, quando é chamada fica aguardando até que algum 
dado seja recebido. Como a cláusula when de Estelle requer uma leitura não-bloqueante, deve 
ser testada a existência de algum dado no soquete antes de se realizar a operação de leitura.
Capitulo 5 - Um Exemplo de Aplicação da Metodologia 79 
Assim Sendo, a função soquete_não_vaz_ioO faz uso da primitiva se1ect0, que retoma o número 
de caracteres contidos no soquete. ' 
5.4.5.3 - Preparando a Especificação Estelle do Supervisor da Tarefa de 
' Montagem paraalmplementação 4 S ` - i 
_ 
'Serão mostradas agora as principais modificações realizadas na especificação Estelle do 
Supervisor da Tarefa de Montageml; a especificação completa está no anexo V. Como sugerido 
no tópico 4.4.4.2, os corpos dos módulos permaneceram inalterados, sendo as modificações 
feitas ao nível da raiz da especificação. Tais modificações foram: . ' ' 
i 
ø a inclusão de ,um ponto de interação interno para permitir a troca de mensagens 
r entre o módulo Tarefa e a raiz da especificação; › › 
- a declaração do tipo dos dados a serem utizados na comunicação entre as 
especificações. Neste caso optou-se pelo tipo enumerado; ' ' .
_ 
' 
~ as declarações das variáveis relativas ao endereço. do soquete (nome da estação 
Í "remotaenúmeroda porta); 
_ 
' 
. 
~ 
` 
-
_ 
ocioso' 
A 
_ , _. 
i 
falha nacriação do soquete r A
_ 
. 
S 
criação do soquete OK ` ' A 
i iENVIA_ORDEM 
Figura 5.7 - A Máquina de Estados da Raiz da Especificação do Supervisor 
' Foram_criados, então, três estados' globais: OCIOSO, FALHA e ENVIA_ORDEM. A 
especificação é 'inicializada no estado OCIOSO a partir do qual ela chama a função para criar o 
1 As modificações realizadas nas demais especificações foram, de um modo geral, bastante semelhantes às do Supervisor e por esse motivo não serão apresentadas aqui. __ › '
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soquete; se algum problema ocorre na criação do soquete, a especificação vai para o estado 
FALHA e aborta; caso contrário, ela passa para o estado ENVIA_ORDEM, no qual a variável 
módulo da tarefa é inicializada e o seu ponto de interação extemo conectado com o ponto de 
interaçãointemo .dazespecificação.-“Neste zestado,«a- especificação env-ia -›-as A-«ordens--de -execução_~
  
das ações às respectivas estações e_também recebe .a confirmação do final daexecução destas 
ações; ela permanece neste estado até que o usuário interrompa o processo; A figura 5.7 acima 
mostra a máquina_de estados da raiz da especificação do Supervisor da Tarefa de Montagem. 
Para o envio 'das mensagens foi criada uma _transição para cada ordem de execução 
recebida do módulo SUPERVISOR. Em cada transição a variável dado é atualizada, de acordo 
com a ordem recebida; são atualizadas também variáveis relativas ao endereço do soquete e, por 
fim, é chamada a função deenvio de mensagens. Como exemplo, a transição que envia a ordem 
de colocar a peça A na mesa giratória é mostrada a seguir: r -
_ 
TRANS ' - 
. WHEN Spec.PIaceA ' 
_ 
_FROM ENVIA_ORDEM to samei - 
BEGIN - 
_
_ 
_ data := ColocaA;í ' 
_ 
_ num_port_dest¡no-:= 10; - ' 
, 
» 
- 
_ 
('_'$C$ strcpy(_adct›‹->estacao_destino”, "antares"); i*) 
_ (*$C$ envia_mensage_m(gadctx->num_soquete,- _adctx- 
>num_port_destino, ' 
_ 
'
* 
V 
_ 
_ _adct›‹->estacao_destino, &_adct×->data, 
sizeofLadct×->data)); 5) _ _' 
_ 
j 
_
- 
_ 
'_ END; 
A 
_
E 
Para a recepção da confirmação do final das ações, foi criada uma transição que testa a 
presença de algum dado no soquete e, em caso afinnativo, faz a leitura deste dado e o envia para 
o módulo SUPERVISOR. Esta transição é mostrada a seguir:_ i 
TRANS ' H i ' 
E FROM ENV|A__ORDEM to same - - 
V PROVIDED soquete_na'o_vazio(num¿soquete)_ ' 
BEGIN. ' 
“ (*$C$ recebe_dado(_adct›‹->num_soquete, &~__adctx->data); *) 
case data of ' ' 
` 
ACoIocada : output 'Spec.APIaced;` 
ABokCoIocada : output Spec.ABokPlaced; 
MesaGirada : output Spec.Rotated; 
'ABM_ontada : output Spec.ABAssembIed; 
ABerrDescarregada : output Spec.ABerrUnIoaded; 
ABResu|tOk : output Spec_ABInspectedOk; 
ABResuItErr * :output Spec.ABInspected_Err; 
ABOkDescarregada _: output Spec.ABOkUnloaded;
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end;
V END; 
Uma observação importante deve ser feita com relação às especificações relativas aos 
agentes da célula. Em cada especificação foi introduzido um atraso arbitrário nas transições que 
representavam as ações destes agentes, de modo a simular o tempo de execução destas ações. 
Com isto pôde-se verificar, quando da execução das especificações, a ocorrência de ações em 
paralelo, bem como situações de sincronização.
_ 
5.4.5.4 - A Geração Automática do Código 
.A' geração automática do código das especificações expandidas da figura 5.6 foi 
realizada com auxílio do compilador Estelle-to-C (EC) do pacote EDT. A geração de cada 
código consistia em duas etapas": a geração do código fonte e a geração do código executável. Na 
geração do código fonte utilizou-se duas opções do compilador, a primeira 'para que o 
compilador pudesse interpretar os comentários de qualificação (opção "-q"); a segtmda para que 
o compilador gerasse um makefile para o código (opção "-M"). Com essas opções, os seguinte 
tipos de arquivos são gerados: ' - ' ' 
o ' um arquivo do tipo <n_ome_do_arquivo_fonte>.h; 
ø um arquivo do tipo <nbme_do_arquivo_fonte>.c;
_ 
.› dois arquivos, um duupu <_N0ME_DA_EsPEc1F1cAçÃ0><zzúmeru>.1z e um do 
tipo <NOME_DA_ESPECIFICA ÇÃO><número>.c, para o corpo da especificação; 
o -dois arquivos, um do tipo <NOJlfl‹Í_DO_CORPO><número>.h e um do tipo 
<NO1lE_D0._CORPO> <número>.c, para cada corpo de módulo da especificação; 
0 um arquivo do tipo <nome_do_arquivo_fonte>._mk. e 
_ _, 
Além destes ainda são gerados os respectivos arquivos objetos (arquivos com extensão 
".o") e arquivos com a lista de erros (arquivos com extensão ".li"). 
Para a 'geração do código executável utilizou-se o makefile gerado anteriormente no 
arquivo <nome_do_`arquivo_ƒonte>.mk. A única alteração no makefile foi a inclusão do arquivo 
objeto da biblioteca de funções'(lib'_inet.o). A partir daí, gerou-se o arquivo executável de cada 
especificação, através do comando: V 
make -f <nome_do_arquivo _fonte>.mk
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5.4.5.5 - A Execução Distribuída das Especificações 
Tendo-se obtido os arquivos executáveis, a última etapa foi a execução destes nas 
respectivas estações de trabalho, como mostra a figura 5.8. Os arquivos foram executados em 
estações de trabalho previamente determinadas; isto porque, dentre os parâmetros da função de 
envio de mensagens,estão o número da porta e o nome da estação destino. Para a execução final 
uti.lizou-se o recurso multi-janelas do ambiente OpenWindows; assim, em uma única estação de 
trabalho, pôde-se abrir seis janelas def comando (cmdtool), conectar-se remotamente nas 
respectivas estações - através do comando rlogin - e, enfim, executar as especificações. Como os 
soquetes já devem estar criados para poderem receber dados, as especificações referentes aos 
agentes devem ser executadas :antes da especificação do supervisor, pois é sempre o supervisor 
que envia os dados primeiro, e depois fica aguardando uma resposta. 
_
A 
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Figura 5.8 - Disposição das Especificações na Rede UNIX de Estações de Trabalho 'do LCM1 
A figura 5.8 apresenta a configuração das especificações na rede de estações de trabalho 
do LCMI. A seguir serão apresentados dois trechos da execução do supervisor da tarefa de 
montagem: ~ 
_
_ 
ORDEM: Alimentar Mesa Direita ==> Peca A ~ (Entrada A1) 
ORDEM: RoboA Colocar Peca A na Mesa Giratoria - 
ACK : Peca A Colocada na Mesa Giratoria 
ORDEM: Rotacionar a Mesa Giratoria i 
ACK : Mesa Giratoria Rotacionada 
ORDEM: Alimentar Mesa Esquerda ==> Peca B (Entrada Bl) 
ORDEM: RoboB Montar Peca AB _ s 
ORDEM: Alimentar Mesa Direita ==> Peca A ' (Entrada A2) ' 
ORDEM: RoboA Colocar Peca A na Mesa Giratoria 
ACK : Peca AB Montada' 
_
' 
ACK : Peca A Colocada na Mesa Giratoria 
ORDEM: Camera Inspecíonar Peca AB _ 
ACK : Inspecao Peca AB Resultou OK 
ORDEM: Rotacionar a Mesa Giratoria
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ACK 
ORDEM 
ORDEM 
ACK 
ORDEM: 
ORDEM: 
ORDEM 
ACK 
o 
0
o 
Mesa Giratoria Rotacionada 
RoboA Colocar Peca ABOk na Esteira 
Alimentar Mesa Esquerda ==> Peca B 
Peca ABOk Colocada na Esteira 
Alimentar Mesa Direita ==> Peca A 
Esteira Descarregar Peca ABOk 
RoboB Montar Peca AB 
Peca ABOk na Esteira Descarregada› 
(Entrada B2) 
(Entrada A3) 
(saída Aiaoki)
_ 
Este primeiro trecho é relativo ao início da execução-e nele podem ser vistas a entrada 
da primeira peça A (Entrada Al ) e a saída primeira peça AB correta (Saída ABOkl ). 
Neste intervalo observa-se a entrada da primeira peça B(Entrada B1) , a entrada de uma 
segunda peça A (Entrada A2 ) e da sua respectiva peça'B'( Entrada Bl ) e, ainda, a entrada 
de umaterceira peçaA (Entrada A3). E
_ 
Pode-se notar também o paralelismo em várias ocasiões como, por exemplo, nas 
últimas três ordens_de execução, onde o operador pode alimentar a MesaA com uma peça A, a 
Esteira pode descarregar uma peça ABOk e o RobôB pode montar uma peça AB. A seguir é 
apresentado um segtmdo trecho da execução: 
QRDEM 
ÀCK 
ORDEM 
ORDEM 
ACK 
Ac1‹ 
ORDEM 
ACK 
ORDEM 
ACK I 
ORDEM 
ORDEM 
ORDEM 
AÇK 
ORDEM 
ACK 
ACK 1 
ORDEM 
ORDEM 
ACK 
ORDEM 
ORDEM 
ACK
o 
o
o 
Alimentar Mesa Dirëita ==> Peca A 
Peca AB Montada ' “ l 
Esteira Descarregar Peca ABOk 
RoboA Colocar Peca A na Mesa Giratoria 
Peca ABOk na Esteira Descarregada 
Peca A Colocada na`Mesa Giratoria 
Camera Inspecionar Peca AB 
Inspecao Peca AB Resultou OK . 
Rotacionar a Mesa Giratoria 
Mesa Giratoria Rotacionada 
Alimentar Mesa Esquerda ==> Peca B 
RoboA Colocar Peca ABOk na Esteira 
RoboB Montar Peca AB 
Peca ABOk Colocada na Esteira 
Esteira Descarregar Peca ABOk 
Peca AB Montada 
Peca ABOk na Esteira Descarregada
_ 
Camera Inspecionar Peca AB 
Alimentar Mesa Direita ==> Peca A 
Inspecao Peca AB Resultou Erro 
RoboA Descarregar Peca ABErr 
RoboA Colocar Peca A na Mesa Giratoria 
Peca ABErr Descarregada 
ir 
'Á' 
ie 
¬k 
* 
'k 
¬k 
¬k 
al' 
¬k
*
*
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Este segundo trecho mostra a entrada de uma peça A, a sua montagem com uma peça B, 
a inspeção desta peça resultando em uma peça incorreta e o seu descarregamento pelo RobôB 
sobre a MesaB (as ações diante das quais não aparece o símbolo * pertencem a outras peças 
também presentes na célula). Durante a execução pôde-se observar ainda outras situações em 
que aparecem ações executando em paralelo, além da sincronização na execução das ações. 
5.5 - Conclusão 
-Este capítulo apresentou um exemplo de aplicação da metodologia proposta no capítulo 
4. O exemplo escolhido foi a especificação da tarefa de montagem de uma célula flexível de 
montagem. Após a definição do exemplo, foram apresentadosalguns conceitos relativos à 
modelagem de uma célula flexível de' montagem, para então desenvolver as especificações 
sugeridas na metodologia. 
. 
- 
~ 
' ' 
- Em cada especificação foram levantados os pontos principais relativos à utilização dos 
mecanismos estruturais de Estelle, sendo feitas também algumas análises com respeito à etapa 
de validação de cada especificação. Após o desenvolvimento e validação das especificações foi 
realizada urna experiência de implementação, tendo a rede de estações de trabalho do LCM1 
como ambiente distribuído. Após as alterações necessárias nas especificações, utilizou-se o 
compilador EC para a geração dos códigos de implementação os quais foram executados nas 
diferentes estações da rede 
V 
_ 
~ 
_ 
1 
_
~ 
Pelos resultados. obtidos e mostrados na seção anterior pode-se dizer que a 
implementação teveum resultado positivo, mostrando dessa maneira que Estelle não se limita 
apenas ao campo dos protocolos de comunicação, sendo adequada também para outras áreas 
correlatas, como o' caso da célula flexível de montagem, visto neste capítulo. Outro ponto a 
destacar diz respeito à metodologia utilizada, considerada satisfatória nodesenvolvimento desta 
aplicação, pois permitiu o desenvolvimento desta, desde atfase inicial de especificação até a 
obtenção da sua implementação.. 
_. 
_` 
E E 
«
' '
¡ _ CAPITULO 6 . 
. 
' 
I
' 
CONCLUSÕES E PERsPEcT1vAs 
Este trabalho- apresentou os resultados obtidos no- estudo e na deñnição de uma 
.metodologia coerente e suportada por um conjunto de ferramentas de software para a concepção 
de aplicações distribuídas. Esta metodologia é fundada sobre a 'técnica de descrição fonnal 
Estelle, definida na VISO, que apresenta um ,formalismo bastantevorientado à resolução dos 
problemas típicos dos 'sistemas distribuídos, tais como a comunicação e a concorrência. A 
utilização de uma técnica de descrição formal, tal como Estelle, mostra-se imprescindível no 
desenvolvimento de qualquer. aplicação distribuída, visto que este tipo de aplicação apresenta 
nonnalmente uma grande complexidade ' 
V 
` 
E
` 
' Outro aspecto 'a ressaltar é a disponibilidade de ferramentas automatizadas que 
suportem tais técnicas. As ferramentas hoje- existentes cobrem praticamente todo o espectro do 
processo de aplicações distribuídas; ferramentas orientadas' à edição, à validação (análisadores 
sintáticos e semânticos, simuladores, 
` 
verificadores fonnais) e à' implementação são uma 
realidade, muitas delas integradas em ambientes de desenvolvimentoƒ Esse ponto é de extrema 
importância pois, conforme visto durante otrabalho, o uso de qualquer' técnica de descrição 
formal -depende fortemente destas ferramentas. Neste sentido, foram apresentadas tTêS 
-ferramentas de suporte à Estelle disponíveis no LCMI -' o ESTIM, o EDT e o Echidna - 
procurando-se mostrar as facilidades disponíveis em, cada uma. Tais ferramentas apresentam 
características distintas com relação à etapa do desenvolvimento na qual elas se enquadram. O 
ESTIM apresenta facilidades de simulação e verificação; o EDT, facilidades de simulação e 
geração de código de implementação; o Echidna, porsua vez, permite a geração distribuída do 
código de implementação, bem como facilidades para uma simulação gráficaidistribuída. Dessa 
fonna, de posse destas três ferramentas, teve-se a possibilidade de utilizá-las, em grande parte do 
processo de desenvolvimento, desde a validação (análise sintática e semântica, simulação, 
verificação) até a implementação do código gerado automaticamente. V A A 
A metodologia desenvolvida baseou-se nos conceitos de abstração e refinamentos 
sucessivos, sobre os 'quais foram definidos níveis de especificação, que partem da especificação 
funcional e vão se refinando até atingir a especificação orientada à implementação, último
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passo antes da implementação final do sistema. Essa técnica mostrou-se bem adequada para 
tratar de sistemas de grande complexidade, como é o caso das aplicações distribuídas, pois ela 
permite que os obstáculos sejam defrontados passo a passo, em cada nível de especificação. Da 
mesma forma, o processo de análise também é efetuado em níveis, facilitando tal processo e 
evitando-se que um erro, ocorrido no início do desenvo_lvimento do sistema, seja detectado 
somente ao final deste, quando da sua implementação. _ - ' 
Para mostrar a eficiência desta metodologia, foi desenvolvido um exemplo de 
aplicação distribuída que consistiu na especificação formal da tarefa de montagem' de uma 
Célula Flexível de Montagem. Neste exemplo foram desenvolvidas as especificações propostas 
na metodologia, dirigindo-se também umaatenção às etapas de validação. Por fim, o exemplo 
foi implementado utilizando-se as estações de trabalho do LCMI, que serviram com um 
ambiente distribuído no qual cada estação de trabalho representava urn agente da célula flexível. 
- Através deste exemplo, pôde-se observar aspectos relevantes das aplicações ditribuídas, 
como a comunicação e o paralelismo. Isto serviu para mostrar que a técnica descrição f`orrnal 
Estelle pode ser bastante útil para o desenvolvimento de aplicaçõesadistribuídas que vão além 
do dominio dos protocolos de comunicação, para o qual tal técnica foi inicialmente concebida. 
~ Embora os resultados obtidos neste trabalho tenham sido considerados satisfatórios, 
inclusive a partir da ilustração pela aplicação da metodologia sobre o exemplo acima citado, 
existem algums aspectos relativos ao desenvolvimento de aplicações distribuídas que, apesar de 
terem feito parte das preocupações iniciais, não puderam ser esgotados no âmbito deste trabalho. 
i 
Comentando estes aspectos, espera-se criar motivações para novos estudos' no sentido 
de aprimorar os resultados aqui obtidos, 
i 
oferecendo assim, melhores condições para os 
programadores de aplicações distribuídas: 
A 
. 
` 
_ 
_ 
i 
'
z 
APLICAÇÕES coM RESTRIÇÕES TEMPORAIS 
r A escolha de'Estelle como ferramenta de 'desenvolvimento foi plenamente justificada 
neste trabalho, principalmente 'pelos mecanismos apropriados à representação de problemas 
típicos das aplicações distribuídas, como o paralelismo e a c_omunica_ção.' Aliam-se a isto, do 
ponto de vista metodológico, as facilidades de 'estruturação existentes 'em Estelle, a clara 
separação entre configuração e programação, a possibilidade de instanciação dinâmica de 
módulos e, é claro, a -existência de um conjunto importante de ferramentas de suporte. 4 
' Por outro lado, a considerar-se a possibilidade do desenvolvimento de aplicações 
apresentando restrições de tempo, encontra-se em Estelle um ponto fraco. A semântica de tempo
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em Estelle pode ser utilizada para a representação de mecanismos de timeout ou como uma 
forma de resolução de não-detenninismo, mas a limitação existe quando o problema é 0 
estabelecimento de limites temporais no contexto da aplicação. 
A resolução deste problema estaria 'num estudo teórico de introdução de novos 
mecanismos temporais em Estelle. Este tipode estudo é bastante complexo e vem sendo 
realizado no âmbito de outras técnicas de descrição formal, como no caso de LOTOS [Camargo 
941. -
s 
DIVERSIDADE DE MODELOS EM ESTELLE 
' A escolha de diversas ferramentas para o suporte à metodologiavde desenvolvimento 
aqui proposta justifica-se pelo fato de que, somente com a integração destas ferramentas, pode- 
se. garantir. a realização de um conjunto de tarefas detenninantes ao desenvolvimento de uma 
aplicação distribuída.~ A . ~ r V 
E 
~
_ 
.Um inconveniente, porém, 'da adoção de diferentes' ferramentas,_ é o fato destas 
considerarem diferentes modelos de comportamento para uma mesma técnica de descrição 
fonnal. Isto fica evidente quando compara-se, por exemplo, o modelo suportado pelo EDT 
(Estelle ISO) e aquele suportado pelo ambiente ESTlMq(Estelle*p). Como, em diferentes etapas, 
utilizam-se diferentes ferramentas, modelos de comportamento .distintos são também 
considerados ao longo das etapas. Em boa parte dos casos, esta incompatibilidade em relação 
aos modelos pode gerar resultados não tão eficientes, mesmo com a utilização da metodologia 
proposta. 
' ' 
»_ 
V 
- Z V - - 
A Um problema ,a ser tratado em um futuro trabalho será, sem. dúvida, um estudo destes 
modelos para verificar as possibilidades deiequacionamento das suas incompatibilidades no 'que 
diz respeito à representação de comportamento. Problemas importantes, como o da comunicação 
(filas FIFO e rendez-vous), foram apenas introduzidos e devem ser aprofundados no sentido de 
reduzir as incompatibilidades entre os diferentes níveis de especificação e validação propostos 
na metodologia. V - 
_ 
. , 
-
p 
* 
` INTERFACE AMIGÁVEL PARA AS FERRAMENTAS 
As ferramentas utilizadas neste trabalho, apesar de 'apresentarem um grau bastante 
satisfatório no que diz respeito ao desempenho e correção de funcionamento, apresentam um 
sério inconveniente que são as interfaces de acesso. Isto é explicado pelo fato de que todas elas
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são protótipos gerados em laboratórios de pesquisa, onde este aspecto não teve uma preocupação 
primordial. 
_ 
» 
r
. 
Um trabalho interessante seria poder gerar interfaces de acesso a estas ferramentas que 
permitissem explorar os recursos gráficos disponíveis hoje nas estações de trabalho, tornando 
assim mais confortável e eficiente; o trabalho do programador de 'uma aplicação distribuída. É 
evidente que, para a realização --de taltrabalho, seria necessário ter acesso ao código fonte das 
ferramentas consideradas, razão 'pela qual isto foi' descartado como resultado a ser obtido no 
contexto deste trabalho. 
' 
'
A
'
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ANEXO I 
INTERFACE GRÁFICA PARA AUXÍLIO NA UTILIZAÇÃO DAS 
D FERRAMENTAS DE SUPORTE À EsTELLE . 
Visualmente, a interface compõe-se de duas telas, como pode ser observado na figura 
I.l. A telav superior écomposta de um painel contendo um menu de escolha no qual o_usuário 
possui a opção de selecionar a etapa de trabalho. De acordo com a opção selecionada, a tela 
inferior irá mostrar um dos três painéis de opções relativos às etapas citadas contando, cada qual, 
com os seus respectivos menus. O painel superior conta ainda com um botão (EXIT), no canto 
superior direito, através do qual o usuário pode abandonar a sessão. Nota-se, pela figura 1.1, que 
a opção de edição éç_ a opção default e já éç mostrada na tela inicial. Na seqüência, serão 
apresentados os três painéis da tela inferior; V ç 
O PAINEL DE EDIÇÃO r _ 
V No painel de edição o usuário tem a possibilidade de escolher entre três editores 
disponiveis: o VI editor, to Emacs e o editor detextos do _OpenWindows (o T eâçtEditor)Ç Existe 
então “um -menuno qual o usuário seleciona-o~editor depreferência. Além destemenu, .este 
painel contém também um botão (Especificação) onde O usuário pode editar uma nova 
especificação (opção NEW) ou carregar uma especificação já existente (opção OPEN), como 
mostraafigura I.1 aseguir. ' V 
' 
~ 
O p 
V
E
V
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"".í_l |NTER|=AcE versão 5.1 _.: 
wi uoação
_ 
|MPLEMENTAçñ0 A 
vi 
' 
V z - 
Emacs
r 
_ 
Figura I.1 -A Tela Inicial com o Painel (default) de Edição 
O PAINEL DE VALIDAÇÃO - ' 
~ Este segundo painel é apresentado caso 0 usuário selecione a opção VALIDAÇÃO no 
painel superior. Neste caso será fomecido ao usuário mn menu com três opções: a primeira 
opção é a de 'realizar a análisesintática de uma especificação descrita em E_stelle*, utilizando a 
ferramenta GENESTIM; a segunda opção possibilita carregar uma especificação. descrita em 
Estelle* através da ferramenta ESTIM, na qual o usuário tem as facilidades de simulação e 
verificação; por fim, é oferecida uma-opção de simulação com a ferramenta EDB. Quando 
selecionada, esta opção fomece um help que auxilia na escolha das opções oferecidas pelo EDB.
S
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IMPLEMENTAÇÃO 
Í
` 
Opções: Tradução - GENESTIM 
V 
_ Simul/Uerif - ESTIM 
Simulação - EDB 
Nflmfl da °S~flH=¡f|°fl9ã°= 
.............. .................. .. 
Com exte nsão .stl 
A
' 
_ 
_ 
` 
Figura I.2 - A-Tela Principal e o Painel de Validação ' .
_ 
Neste painel existe ainda -um campo, no qual o usuário entra com o nome da 
especificação Estelle* desejada e um botão onde o usuário 'confirma a escolha selecionada. A 
- ~ ' figura I.2 mostra a tela principal com o painel VALIDAÇ-AO. ' V ' 1 
, _
` 
_ \ Q PAINEL DE IMPLEMENTAÇAO ' 
Este painel é 'apresentado na tela- inferior caso 0 usuário selecione a opção 
IMPLEMENTAÇÃO da tela superior., Neste painel são oferecidas duas opções: a primeira é 0 
acesso ao compilador Estelle-to'-C (EC); ao ser selecionada esta opção é most-rado um help 
contendo as opções .de translação ede geração de código que o usuário pode utilizar. A segunda 
opção é para aeutilização daferramenta Echidna para a geração de código; também neste caso é 
mostrado um help com_ as opções que tal ferramenta oferece ao usuário, como mostrado na 
figuraI.3 '. V 
_ 
« 
A E
_
i
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UA UDAÇÃO t ......... 
Implementação: ECHIDNA ' ` 
. je. 
Nome da especificação: 
1 
Y ' ‹ 
' 
z 2 
Figura 1.3 - A Tela -Principal e o Painel de Implementação ~ V
ANEXO II 
A ESPECIFICAÇÃO ORIENTADA A MODELO DO SUPERVISOR DA 
TAREFA DE MONTAGEM 
SPECIFICATION EspecOr¡entModeIo SYSTEMACTMTY; 
default no queue; ' 
TYPE 
Estadotarefa = (A,B,AB,ABok,ABerr,EMPTY); 
CHANNEL TAREFA_ROBOA (T RF,ROB); 
BY TRF: PIaceA; PlaceABok; 
CHANNEL TAREFAJVIESAGIR (T RF,MES); 
BY TRF: Rotate; 
CHANNEL TAREFA_ROBOB (T RF,ROB);
u 
BY TRF: AssAB; Unk›adABerr; 
CHANNEL TAREFA_CAMERA (T RF,CMR);` 
BY TRF: InspectAB; 
CHANNEL TAREFA_ESTEIRA (TRF,EST); BY TRF: UnloadABok; 
MODULE TaskType ACTIVI1'Y; 
IP TroboA : TAREFA_ROBOA(T RF); 
Tmosagir : TAREFA_MESAGIR(T RF); 
TroboB : TAREFA_ROBOB(T RF); 
. Tcamera : TAREFA_CAMERA(T RF); 
Testeira : TAREFA_ESTEIRA(T RF); 
END; ` 
MODULE RoboAType ACTMTY; -
O 
IP RoboAT: TAREFA_ROBOA(ROB); 
END; 
MODULE MesagirType ACTIVITY; A 
IP MesagirT: TAREFA_MESAGIR(MES); 
END; - 
moouua Roboarypz Acnvrnr; 
IP Roncar: TAREI=A_Rosos(RoB); E 
END; 
MODULE camerzflype A¿:T|vn'Y; 
IP camerzrz TAREI=A_cAmERA‹cw|R); 
END; 
MODULE Ezuzirarype Acnvmr; - 
IP Esaeirzrz TAREFA_EsTE|RA(EsT); 
END; ‹
Anexo II - A Êspecificação Orientada a Modelo do Supervisor da Tarefa de Montagem 
BODY TaskBody FOR TaskType; 
VAR A ' 
MA,ME,CNV,LEMG,LDMG A : Estadotarefa; 
Inspecting : BOOLEAN; 
INITIALIZE 
begin 
MA := EMPTY; 
ME _ := EMPTY; 
LEMG := EMPTY; 
LDMG := EMPTY; 
CNV :=_ EMPTY; 
Inspecting := FALSE 
end; 
TRANS - i 
PROVIDED (MA = EMPTY) AND (LDMG = EMPTY) ' 
name AiimentandoA: 
begin 
MA := A 
end; _ . 
PROVIDED (ME = EMPTY) AND' (LEMG = A) 
`
- 
name AIimentandoB: _ ' 
begin _ 
-ME := B _ 
end; 
TRANS " 
{ _ 
` .P|acingA 
V 
m_} 
PROVIDED (MA = A) AND (LDMG = EMPTY) 
TroboAlPlaoeA . _ _ 
_ 
begin O - ~ 
__ MA := EMPTY; ' 
LDMG := A - 
end; 
`
_ 
{. . 
_ 
Rotating › _' }. _ A 
_ PROVIDED (LDMG IN [EMPTY,A])_AND (LEMG IN [EMPTY,ABok]) AND (LEMG <> LDMG) AND (MA = EMPTY) 
TmesagiriRo1ate _ - 
`
_ 
' VAR RPart: Estadotarefa; - 
_ 
~
_ 
begin 
A
' 
RPart :`= LDMG; A 
LDMG := LEMG; , LEMG := RPart 
_ end; 
{ 
A 
Assembning As _ 1* 
PROVIDED (ME~= B) AND (LEMG = A) - 
Tm¡×›B|AssAa 
V _ 
` 
begin ' A
' 
ME := EMPTY; ` ` 
LEMG := AB 
end; 
{ _ Inspecting AB 
' PROVIDED (LEMG = AB) AND NOT Inspecting 
Tcamera!InspectAB 
- 
_ begin 
Inspecting := TRUE 
end;
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{ Result of Inspecting ›
' 
PROVIDED Inspecting AND (LEMG = AB) 
name ResuIting0K: 
begin 
LEMG := ABok; 
Inspecting := FALSE 
end; 
' 
V
. 
PROVIDED Inspecting AND (LEMG = AB) 
name ResultingER: “ 
begin 
V 
'
. 
LEMG ' := ABer; 
inspecting :=-FALSE 
_ 
end; . 
{ 
'V un|‹›za¡ngAaér ' 1 
PROVIDED (LEMG = ABerr) ' 
TroboBIUnI0adABerl' 
begin 
LEMG Í= EMPTY 
end; 
'
‹ 
4 
E 
` 
- uniozóâpg Aeon 3 
PROVIDED (LDMG = ÀBOIK) AND (CNV = EMPTY) - 
Tr0b0A|PlaCeABOk › 
begin _ '
' 
LDMG := EMPTY; 
CNV := ABOKH 
end; ._ 
g 
PROVIDED (CNV = ÁBOK) 
TESteiI'a!UnI0ádABOk 
begin _ , 
CNV := EMPTY
_ _*end; ' 
END; 
{ 1 V 
A 
Corpos dos modulos do Nil?-°°|"|a 
Boov R‹›|×›As‹×|y FoR'R‹›1×›AType; ^ . 
|NmAuzE 
begin end: 
' 'rRANs ' 
_
~ 
› R‹›:×›AT?P|a‹›eA 
g 
begin ‹ 
_ 
end?
E 
RoboAT?Pla_ceABok 
begin 
A
' 
- end; “ 
END; - ' '^ 
BODY _MesagirBody -FOR' Mesagiflype; 
INITIAIJZE V 
' begin end; » 
TRANS 
MesagirT?Ro1ate 
begin 
end; 
END; -
s 
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-BODY RoboBBody FOR RoboBType; 
IN|TlAL|ZE 
begin end;
E 
TRANS 
RoboBT?AssAB 
begin 
end; 
RoboBT?UnIoadABerr 
begin ' 
end; 
END; 
BODY CameraBody FOR CameraType; 
INITIALIZE i 
begin end; 
TRANS 
O CameraT?InspectAB 
' begin 
- end; 
END; 
BODY EsteiraBody FOR EsteiraType; ~ 
INITIALIZE . - 
begin end; _ .
S 
EsteiraT?UnIoadABok . 
begin 
V 
- end; 
END; ~ ` 
TRAN 
MODVAR '
. 
Task ` :TaskType; E 
RoboA :RoboAType; V 
Mesagir :MesagirType; O O 
RoboB : RoboBType; 
A Camará 
' 
: CameraType; 
Esteira : EsteiraType;
_ 
INITIALIZE' V 
BEGIN 
1 V 
INIT Task WITH TaskBody; 
INIT RoboA W_ITH RoboABody; * 
' 
` INIT Mesagir WITH MesagirBody; 
ÍNIT RoboB WITH RoboBBody; 
` 
INIT Camera WITH CameraBody; E ' 
INIT Esteira WITH EsteiraBody; 
Í 
O
' 
CONNECT Task.TRoboA TO RoboA.RoboaT; 
CONNECT Task.TM`esagir TO Mesagir.MesagirT;' Q CONNECT Task.TRoboB TO Rob_oB,RoboBT; 
CONNECT Task.TCame'ra TO Cámera.CameraT; ' 
CONNECT Task.TEsteira TO Esteira.EsteiraT; 
END; - . ' ' 
END. { EspecOrien\ModeIo}
ANEXO III 
A ESPECIFICAÇÃO DETALHADA: DA TAREFA DE MONTAGEM 
SPECIFICATION EspecDetaIhada SYSTEMACTIVITY; 
default individual queue; - 
TYPE 
Estadoiarefa = (A, B, AB, ABOR, ABerr, EMPTY); 
CHANNEL TAREFA_ROBOA (TRF,ROB); 
BY TRF: PIaoeA; PIaceABok; ' 
BY ROB: APIaced; ABokPIaced; 
cHANNEL TARE¡=A_MEsAc|R (TRF,MeR›; 
By TRF: Rome; - A 
BY Men: R‹›me‹|;_ ' _ 
CHANNEL TAREFA_ROBOB (T RF,ROB); E 
BY TRF: AssAB; UnIoadABerr; E 
BY ROB: ABAssembIed; ABerrUnIoaded; 
CHANNEL TAREFILCAMERA (T RF,CIVIR); 
BY TRF: Inspec'tAB; 
_
A 
BY CMR: ABInsp_ectedOk; ABInspectedErr; 
CHANNEL TARE_FA_ESTEIRA (T RF,EST); 
BY TRF: UnioadABok; ` 
BY EST: ABokUnIoaded; ` - 
MODULE TaskType ACTIVITY; 
IP TI'0b0A: TAREFA_ROBOA(T RF); 
Tme$aG¡r: TAR_EFA_IV|E$AGIR(T RF); 
Trbb0B: _TAREFA_ROBOB(T RF); ` 
Tcamem: 
_ 
TAREFA_ÇAM ERMT RF); 
' 
Tèsteirai 
' 
- TAREFA_ESTEIRA(T RF);
` 
END; 
Monu|.E`R‹›|×›A1ype Ac11\m_'Y`; 
'
E 
|P R‹›b‹›A1z 1AREFA_RoaoA(RoB); _
V 
END; 
Monu|.E mgszsirrype Ac'r|vn'v;i 
|P meszsiflzz TAREFA_mEsAs|R(M‹;R); 
END; 
MODULE R0boBType ACTIVITY; ' 
IP R0b0BT: _TAREFA_ROBOB(ROB); ` 
END; 
MODULE CameraType ACTNITY; 
IP CameraT: TAREFA_CAMERA(CMR); ' 
END; 
MODULE EsteiraType ACTIVITY; , 
IP EsteÍraT: TAREFA_ESTEIRA(E$T); 
END;
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BODY TaskBody FOR TaskType; 
VAR - ' 
MA,MB,LDMG,LEMG,EST : Estadotarefa, 
{MA => MesaA; MB => MesaB; LDMG => LadoD|re|toMesaG|ratona, LEMG => LadoEsquerdoMesaG|rator|a} 
ControIe_robo_A, 
ControIe_mesaGir, E 
ControIe_robo_B, 
ControIe_camera, ' 
Controie_esteira 
INITIALIZE 
begin 
MA 
MB 
LEMG 
LDMG E 
EST 
Inspecting 
ControIe_robo_A 
ControIe_mesaGir 
ControIe_robo_B ' 
ControIe_camera
. 
ControIe_esteira 
end; - 
TRANS ' ' 
:BOOLEAN; 
:= EMPTY; 
:= EMPTY; 
:= EMPTY; 
:= EMPTY; ' 
:= EMPTY; 
:= FALSE; 
:= FALSE; 
:= FALSE; 
:= FALSE; 
:= FALSE; 
:= FALSE 
PROVIDED (MA = EMPTY) AND (LDMG»= EMPTY) 
begin * ' 
MA := A 
end; z ' 
PROVIDED (MB = EMPTY) AND (LEMG = A) 
. begin ' 
MB := B - 
,
É 
end;
, 
TRANS' 
{ . - Coloca Peca A no Lado Direito da Mesa Giratona 
PROVIDED (MA = A) AND (LDMG = EMPTY) AND NOT Contro|e_rob0_A 
begin. A 
. 
` ControIe_robo_A :'_= TRUE;
_ 
output TnoboA.PIá_oeA 
` 
vvnen Tr‹›boAJ\mz‹=¢a ' 
begin - - 
_ ControIe_robo_A := FALSE; 
MA := EMPTY; 
' LDMG :=A . ' 
end; 
{ ~ 
` 
Rotaciona 
PROVIDED (LDMG IN [EMPTY›^]) AND (LEMG IN [E'MPTY,ABok]) AND (LEMG <> LDMG) AND (MA = EMPTY) AND NOT ControIe_mesaGir 
begin ' 
a Mesa Giratona 
ControIe__mesaGir := TRUE; 
` output TMesaGir.Rotate 
end; 
Í
' 
When TMesaGir.Rotated 
VAR Aux_troca : Estadotarefa; - 
begin 
' ControIe_mesaGír := FALSE; ` 
_ 
Aux_troca := LDMG; 
LDMG := LEMG; 
LEMG- := Aux_troca 
end;
_
Anexovlll -'A Especificação Detalhada da Tarefa de Montagem 
{ 
u 
Montagem da Peca“AB 
PROVIDED (MB = B) AND (LEMG = A) AND NOT Contro\e_robo__B 
begin . A
` 
ControIe_robo_B := TRUE; 
output TRoboB.AssAB 
end; - 
When TRoboB.ABAssembIed 
begin
` 
-ControIe_robo_B := FALSE; . 
MB := EMPTY; - 
LEMG := AB
_ 
end; 
{ 
' ` 
. 
- Inspecao Peca AB Montada 
PROVIDED (LEMG = AB) AND NOT Controle_camera - 
begin 
ControIe_camera := TRUE; 
_ 
' 
output TCamera.Inspe‹:tAB; 
end; - ~ 
When TCamera.AB|nspe‹:tedOk 
. begin - - . 
' ControIe_camera := FALSE; 
LEMG := ABok ` i 
end; ' 
_
. 
When TCamera.ABInspectedErr. 
besin V . E 
ControIe_camera := FALSE; 
_ 
LEMG := ABerr » . ' . 
end; E V V ' 
{ V 
' 
i Descarregarnento de Pecas Ref
_ 
PROVIDED (LEMG = ABerr) AND NOT Conhã0Ie_robo_`B 
begin ' i 
` 
Corm'oI_e_|'obo_B := TRUE; 
output.TRoboB.Unk'›adABe`rr 
end; 
.
' 
When TRoboB.ABerrUnI0a_ded ' . 
' 
O 
be9¡II 
' 
- 
“ “ 
= 
Í
- 
A 
i Contro|e_robo_B := FALSE; 
LENIG := EMPTY E 
end; ' 
{ - _ Descarregamento de Pecas ABok - 
PROVIDED (LDMG = ABok) AND (EST = EMPTY) AND NOT ControIe_nobo_A 
begin - 
ControIe_robo_A := TRUE; 
_ 
output TRoboA.PIaceABok 
end; ' ` - 
When TRoboA.ABokPIaced ' V 
begin . 
_ 
ControIe_robo_A := FALSE; 
LDMG := EMPTY; V 
EST := ABok ' 
. end; ~ 
.PROVIDED (EST = ABok) AND NOT ControIe_esteira' 
_ 
begin 
_ 
V ControIe_esteira := TRUE; 
output TEs\eira.UnIoadABok 
' end; V
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When TEsteira.ABokUnIoaded ' 
begin
' 
Controie_esteira := FALSE; - 
EST :=›EMPTY 
end;
_ 
END; ' - 
BODY RoboABody FOR RoboAType; 
INITIALIZE 
_ begin end; ` 
TRANS 
When RoboAT.PIaceA 
begin
Y 
output RoboAT.APIaced 
end;
' 
When RoboAT.PIaceABok - 
begin 
_ 
. 
~ output RoboAT.ABokPlaced 
end; 
END; `
_ 
aoov Meszciraoay -Fon Meszeirrype; mmnuze 
begin end; . * 
TRANS - 
When MesaGirT.Rotate ' 
begin 
. 
_ _
_ 
> output MesaG¡rT.Rotated _ 
end; 
_
` 
END; 
BODY RoboBBody FOR RoboBType; 
INITIAUZE 
. begin end; 
TRANS V ' 
When RoboBT.AssAB _ 
begin ' - 
' output RoboBT.ABAssembIed 
' end; _ f 
When RoboBT.UnIoadABerr _ 
_ 
begin 
output RoboBT.ABerrUnIoaded 
_ end; _ 
END; ` 
BODY CameraBody FOR CameraType; 
INITIALIZE 
` 
.
, 
' 
A 
'begin end; __ 
' TRANS ' 
When Ca_meraT.InspectAB ~ 
_ _ 
_ 
' begin . 
‹ output CameraT.ABlnspectedOk 
end; ' ' 
begin 
' 
' ' output CameraT.ABInspectedErr 
- end; _
' 
END;
_
A
. › zw. .
. 
Anexo III -* A Especificação Detalhada da Tarefa de Montagem 
BODY EsieiraBody FOR EsteiraType; 
|N|T|AL|ZE 
begin end; 
TRANS
4 When EsteiraT.UnIoadABok 
begin 
output EsteiraT.ABokUnIoaded 
end; - " 
END; 
.
- 
MODVAR ' 
Task :TaskType; - 
RoboA : RoboAType; T 
MesaGir : MesaG¡rType; 
RoboB : RoboBType; 
Camera :CameraType; ' 
Esteira : EsteiraType; 
INITIALIZE ' 
BEGIN E 
_
' 
INIT Tarefa WITH TarefaBody; 
INIT RoboA WITH RoboABody; 
- INIT' MesaGir WITH MesaG¡rBody; 
INIT RoboB WITH RoboBBody; 
E 
` 
INIT' Camera WITH CameraBody; . . 
INIT Esteira WITH Es'teiraBody; - . . 
CONNECT Tarefa.TRoboA . T0 RoboA.RoboAT; . . 
'CONNECT Tarefa.TMesaG¡r TO MesaGir.MesaGirT; 
CONNECT Tarefa.TRoboB TO RoboB.RoboBT; ' 
_ 
CONNECT Tarefa.TCamera ' TO Camera.CameraT;
» CONNECT Tarefa.TEsteira TO Esteira.EsteiraT;
_ END; 
END. { EspecDetaIhada} ~
ANEXO IV _ 
A BIBLIOTECA DE FUNÇÕES PARA A UTILIZAÇÃO Dos SOQUETES 
~ UNIX _ 
fiinçlude <sysItypes.h> 
#incIude <sysIsocketh> 
#incIude <sysIparam.h> 
#incIude <net¡netIin.h>' 
fiinclude <netdb.h> ' 
fiinclude <sysIfime.-h>- - 
#dèfine MAXHOSTNAME 10 
int _ 
cria_soquete(numero) 
unsigned short número;
( 
V 
_ 
char myname[MAXHOSTNAME+1]; 
stmct sockaddr_¡n num _port__reaI ; 
struct hostent 'hp ; a 
int s; 
' 
if ((s = socI‹et(AF_INET, SOCK_DGRAM, 0))_ =-= -1) { ' 
pernor ("erro na abertura do soquete"); 
- e×¡l(1);
0 
›: _ 
* Í
V 
_ 
gefho5tname(myname,MAXHOST_I\IAME); - _ 
_ 
hp = sefi›°.$ibvn=m¢(myn=me):-* 0 ` 
bzem((char ') &num_I|.›ort_rèa|, _¡ize‹_›f(num_port_reaI)); 
` 
»
V 
bcopy(hp->h_addr,&(num_port_reaI.sin_addr.s_addr),hp¬>h_Ieng1h) ; 
' num'_J›ort__rea|;sin_port-= 6000 + numero; _ ' 
nu|n_pon_rçal.sin_faimiIy=hp->h_add|type;
› 
« if (b_ind(s, &num_port_rea|, sizeof(num_port_rea|)) < 0)'{ ' 4 ' 
' pe_r|or("e'rm na_ associacao do nome ao soquete"); 
QXM1); 
" 
' 
0
- 
) _ _ _ 
retuma(s); _ 
} _ 
char' 
_
' 
re-oebe_men'sàgern`(s, buffer)
0 
int - -« s; - _ 
char < 'buffer; _ ~ 
{ _ 
if (read(s, (char ')buffer, 100) < 0) _ 
pen'or("erro na leitura do datagrama"); 
retum(buffer); 
} 
_ 
»
›
_
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void 
envia_mensagem(s, num _port_destino, estacao_destino, data, datalen) 
int s' - 
_
- 
unsigned short ni1m_port_destino; - . 
char ~ estacao_destino[MAXHOSTNAME+1]; 
char ' 'data; i 
int datalen;
{ 
struct sockaddr_in endereco_dostino; 
char 
_ 
hostname[MAXHOSTNAME + 11; 
struct hostent 'hp, 'gethostbyname(); ` 
hp = gethostbyname(esta‹;ao_destino); ' 
bzer'o((char ") &endereco_destino, sizeof(endereco_destino)); 
bcopy(hp->h_addr.&(endereoo_destino.sin_addr.s_addr),hp~>h_Iength), 
endereco_destino.sin_port = 5000 + num_port_destino; . V 
endereco_destino.sin_famiIy = hp->h_addrtype; 
-°›Ieei›(1): - ~ 
if (sendto(s, data, sizeof(data), 0, &endèreco_destino,
_ 
. si2eof(endereco_destino)) < 0) { 
perror("erro no envio do _datag_rama"); 
' 
exit(1);. - .3~
} 
int
_ 
soquete_nao_vazio(s) 
int 
` 
s;
{ 
int se; - 
fd_set mask; 
_ 
struct timeval delay; 
FI_J_ZERO(&mask); 
FD_SET(s,&ma$k); 
_ V 
deIay.tv_usec = 100000; - 
if (s_e=seIe¿:t(s + 1,&mask,NULL,NULL,&deIay)>0) 
_ { _ _ 
retum(1); 
V
_ 
1 . -
' 
` 
_ 
else retum(0); -
' 
}
'
A
A A ESPECIFICAÇÃQ D0 SUPERVISOR DA TAREFA DE MONTAGEM 
SPECIFICATION Súperv SYSTEMACTIVITY; 
' PREPARADA PARA A IMPLEMENTAÇAO 
default individual queue; 
timescale seconds; 
.ANEXO V 
F-UNCTION'soqi|ete_nao__vazio(s: integer): boolean; primitiva; 
TYPE 
. Eszzaowefz = (A, B, AB; AB_‹›|‹, Aaerr, E|v|P1'Y);_ 
socket_type = integer; ¬ ~ ~ 
data_type = (ColocaA,.ACoIocada, ColocaABok, ABokCoIocada, Rotac|onaMesaG|r, NIesaG|rRotac|onada, 
MontaAB, ABMontada, Inspe¿:ionaA_B, ABResuItOk, ABResu|tErr,- DescarregaABerr ABerrDes‹:arnegada, 
DescarregaABok, ABokDescarregada); 
cHANNE|. 'rARE|=A_EsPEc|'|=|cAcAo ‹'rR|=,EsP); 
_
~ 
,BY TRF: PIaoeA; PlaceABok; Roiate; AssAB;'UnIoa_dABerr; InspectAB, UnIoadABok, 
BY ESP: APIaced; ABókPIaced; Rqtated; ABAssembIèd; ABerrUnIoaded, ABInspectedOk, 
ABlnspec1:edErr;'ABo_I‹UnI0aded; 
Monuu: Tzrefztype Acnvrrv; 
IP Task: TAR'EFI-\_E`SPECIFICACAO(T RF); 
BODY TarefaBody FOR Tarefa`i'ype; 
VAR 
INITIALIZE 
begin 
end; 
TRANS 
MA,MB,LDMG,LENIG,EST : Estadotarefa; 
{ MA.=> MesáA; MB f-'> MesaB; LDMG => LugarDireitoMesaG|r, LEMG => LugarEsquen:IoMesaG|r } 
0ontro|e_robo_A, 
Contro|e_;mesaGir,~ -~ » 
ContnoIe__rob_o_B, 
ControIe_¢ame`_ra, 
ControIe;est|_:i_ra 
MA 
MB 
LEMG 
LDMG 
EST 
Inspecting 
ControIe_|¬obo_A i 
ControIe_mesaGir 
ControIe_robo_B 
Controle camera 
ControIe:esteira . 
:= FALSE; 
Ê= |=ALsE;z 
:= FALSE 
;BÓoLEAN; 
:= EMPTY; 
:= EMPTY; 
:= EMPTY; 
:= EMPTY; 
:= EMPTY; 
= |=A|.sE; _ 
= |=A\.sE; 
= |=ALsE; 
PROVIDED (MA = EMPTY) AND (LDMG = EMPTY) 
begin 
(-sc: pr¡mf("\noRoE|v|z Anmemzr Mesa A ==> Pew mn ) ) 
('$0$ sleeP‹3); ') ` 
MA := A 
end;
A
›ú 
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wi 
TRANS 
PROVIDED (MB = EMPTY) AND (LEMG = A) var ‹:ont2:integer; 
_
V begin 
_
' 
('$C$ pr¡ntf("\nORDEM: Alimentar Mesa B ==> Peca B\n"); ") ‹'$cs z|eer›(3): ') 
- 
' 
~
' 
MB := B 
end; 
TRANS 
- 
_» 
{ i Coloca Peca A no Lado Direito da Mesa Giratoria } 
-PROVlDED.(MA = A) AND (LDMG = -EMPTY) AND NOT Controle_robo_a ' ' u A ` begin ' 
A
V ('$C$ printf("\nORDEM: RoboA Colocar Peca A na Mesa Gir_atoría\n"); ") 
_ ControIe_robo_a := TRUE; 
_ output eTask.Pla‹:eA - '
Í end; 
_. 
When Task.APlaced 
A begin A 
_ 
_- 
__ ('$C$ printf("\nACK : Peca A Colocada na Mesa Giratoria\n"); ') 
_ 
Contnole_robo_a := FALSE; MA := EMPTY; 
_ _
_ LDMG := A “
_ 
_end; 
_ 
_
- 
{ ‹ Rotaciona a Mesa Giratoria _ ~ 1
_ PROVIDED (LDIVIG IN [EMPTYAD AND (LEMG IN [EM`PTY_,ABol‹]) AND (LEMG <> LDMG) AND (MA = EMPTY) AND NOT Controle_mesaGir A ^ 
~ ' 
_ 
_
` 
_ begin 
_ 
` 
r ‹ 
` 
__
' 
_ ("$C$ pr_intf('Y\nORDEM:›Rota'cionar a Mesa Giratoria\n"); '.) ' ` ' Controle_mesaGir := TRUE; ' _ ' › '
_ 
_ _ output Task.Rotate ' A ' 
end; 
_
* 
When Tasl‹.Rotau-zd -
_ VAR Aç|x__tr'oca : Estadotarefa;
_ 
begin 
_ 
* ' ' 
E
_ ('$C$ prin_tf_("\nACK : Mesa Giratoria Rota'cionada\n"); ') r 
' ' ControIe_mesaG¡r:= FALSE; - 
_ 
-
_ 
› 
_ 
Aw_‹_tro‹:`a := LDMG; '
_ LDMG := LEMG; '
_ LEMG := Aux_tro‹:a 
_ end; _ _ _ _ 
{ 
u 
' Montagem da Peca AB_ - = 1 
PROVIDED' (MB = B) AND (LEMG = A) AND NOT C0|ItroIe_nobo_b 
_ 
- begin ' ' '_ 
_ 
V 
^ 
-
- 
_ ('$C$ printf("\nORDEM: RoboB Montar Peca AB\n-");“') 
_ 
' 
_ Controle_1obo;b :`= TRUE; " ' ' 
_ 
' 
0utputTask.AssAB 
_ 
_
" 
' 906; »
_ When Task.ABAss'embIed 
_ 
` 
'
“ 
ibesífl 
_ 
' 
_
' 
A 
' 
(' $C$` prin1f(."\nACK : Peca AB`M0ntada\n"); ') - 
_ _ 
' 
Contr0Ie_r0b0_b» := FALSE; ' MB := EMPTY; * V 
` LEMG := AB 
_ end;
` 
{ lnspecao Peca AB Montada - 
~ } _ _ 'PROVIDED (LEMG = AB) AND NOT Inspeçting AND NOT Controle_camera
_ begin ' 
_
' 
('$C$ printf("\nORDEM: Camera inspecionar Peca AB\`n"); ") - Controle_camera`:= TRUE;
_ output Task.InspectAB; - 
end;
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When Task.ABInspectedOk ` 
begin 
('$C$ printf("\nACK : Inspecao Peca`AB Resultou O_K\n"); ') 
Contro|e_.camera := FALSE; ~ . 
LEMG := ABok - ' 
end;
` 
When Task.ABInspe‹:tedErr 
begin
_ 
(*$C$ printf("\nACK : Inspecao Peca AB Resultou Erro\n"); ') 
ControIe__camera := FALSE; 
LEMG := ABerr
_ 
end; _ _ 
{ 
- Descarregamento de Pecas ABer _ } 
PROVIDED (LEMG = ABerr) AND NOT Co_ntroIe_robo_b ' - 
begin - . _ 
('$C$ printf("\n0RDEM: RoboB Descarregar Peca ABEr|'\n"); ") -' 
ControIe__robo_b := TRUE; 
output Task.Unload_ABerr 
end;
_ 
When»Task.ABerrUnIoaded ' ` 
__ 
begin _ - _ 
('$Ç$ printf("\nACK : Peca ABEn' Descarregada\n"); ") 
ControIe__mbo_b := FALSE;
_ 
LENIG := EMPTY -' - _ 
end; _ 
{ V Desèarregamento de Pecas ABok V } 
PROVIDÉD (LDMG = ABÓR) AND (EST = EMPTY) AND NOT ContrQ|e_mbo_a _ 
("$C$ printf("\n0RDEN|: RoboA Colocar Peca ABOK na Esteira\n"); ') 
. ContmI_e_robo_a := TRUE; 
- 
_ 
output Tas_k.PIaceABok A 
end; T 
When Task.ABokPIaoed - ` . V ' 
_ 
- begin - - 
_ 
~ 
- 
.
T 
('$C$ printf("\nACK : Peca ABOk Colocada na Esteira\n"); *) 
_ ControIe__mb_o_a := FALSE; . _ _ 
Lume z= EMPTY; f _ 
_ 
. 
~ W
_ 
_ EST z= AB‹›|‹ 
_
. 
end; _ ' 
PRov|nEn(EsT =_:_\Bók)'ÁND N01' contm|é_esuz¡rz 
_ 
, 
' T
' 
' begin T -~ ~ » 
_ 
_ 
_ _ 
' 
. ('$C$ printf('.'\`n0RDEM:EsteiraDesc_an'e'gar Peca_ABOk\'n"'-);') 
`
' 
V C‹›ntro!e_esteira:= TRUE; _ -- . - . _ - 
. 'output_Task.-UnIoadABo'k - T ' 
end; * z 
When TaSk.ABOkUnIoaded * 
begin * -
_ 
` 
' ('$C$ printf("\nACK : Peca ABOk na Esteira Descarreg_ada\n"); ") 
` 
ControIe'__esteira :_= FALSE; _ 
EST := EMPTY ` . _ 
end; 
END; 
MODVAR
_ 
Tarefa : TarefaType;
W Í, 
Anexo V - A Especificação do Supervisor da Tarefa de Montagem Preparada para a Implementação 1 13
{ NNEL R)uzoA EsPEc|F|cAcAo . )
H 
IP Spec: TAREFA_ESPECIFICACAO(ESP); 
VAR num_soquete zinteger; - ' . num _port_destino : integer; 
estacao_destíno :-array[1..11] of char; 
soq_Ieitura : socket_type; 
soq__envio 
data ' 
STATE _ 
OCIOSO, E 
INITIALIZE to OCIOSO 
begin 
end; 
trans V 
: socket_type; 
: -data_type; 
NVII-\_ORDEM, DEADLOCK; 
soq_|eitura := 10;
~ 
('$C$ __adctx¬>num_soquete = cria_soqueteLadctx->soq_Ieitura); ') 
provided (num_soquete <> -1) 
from OCIOSO to ENV|A_ORDEM 
begin 
i 
INIT 
_ 
Tarefa WITH Ta`refaBody; i 
' CONNECT Tarefa.Ta$k TO Spec; ' ' 
. end; 
provided otherwise 
from OCIOSO to DEADLOCK
_ 
_ ¡×=9¡fl 
('$C$ pr¡ntf("FaIha na criacao dos soquetes\n"); ') 
("$C$ exit(1); ') r `
_ 
end; 
trans 
when Spec.PIaoeA 
from EN_\IIA_0RDEM 
begin 
'tosarne 
data := CoIocaA; z ' 
num__port_destino := 10; ' .
_ ('$C$ stncpy(_a_dc1x~>e`sta_cao_destino,"'antares"); ') 
H _' 
_
_ 
('$C$ envia_dad0(__adctx¬>num_soquete, ___adctx¬>num_port_destino, _adctx->esta‹:ao_destino, a_z‹|co‹¬›aata,size‹›f(_z‹:co‹é>azm));-*)_ 
__ 
-- 
_ 
' 
-_ V- 
_ 
-
p 
_ end; _ 
trans 
`
V 
when_Spec.PIaoeABok 
from ENVlA_ORDEM 
_ _ 
begin i 
Í°5.am° 
_ _ 
data := CoIocaABok; 
_ 
` 
- 
_ 
_ 
-
A num_port_destino := 10;. V - - `
. ('$_C$ strcpyLadc1.x->estacao_des_tino, "antares"); ') - ` ` 
~
_ ('$C$ envia_dado(_adctx¬>num_soquete, __ad‹:tx-_>num_port_desti_no,~ _adctx¬>estacao_destino, a`_aa‹=¢×¬>da:a, s¡ze‹›f(_au‹=1×¬>‹ma)); ~) 
_ 
V 
_ 
' 
_
_ 
end; - 
trans '° 
when Spec.Rotate 
from ENVIA_0RDEM 
begin 
to same 
data := RotacionaMesaGir; ` 
num _port_dest¡no := 20; 
_
» ('$C$ strcpy(_adctx->estacao_destino, "beIIatrix"); ') 
(*$C$ _envia_dado(_adctx->num_soquete, _adcb‹->num_port_destino, _adctx¬>esta‹:ao_destino, &_adctx¬>data,_Síle0f(_adcb‹->dãta)); ") V 
V
_ 
_ 
end;
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trans 
' when Spec.AssAB 
from ENViA__ORDEM to same _ 
begin 
data := MontaAB; . 
num ___port_destino := 30; 
("$C$ strcpy(_adctx->estacao_destino, "sirius"); ') 
('$C$ envia_dado(__adctx->num_soquete, _adc1xA>num_port_destino, _adctx¬>estacao_destino, 
8-_adct×->data, sizeof(_adctx->data)); ') 
A 
end; 
trans 
when Spec.UnIoadABerr 
from ENVIA_ORDEM to same 
begin 
data := DescarregaABerr; 
_
. 
num _port_dest¡no := 30; ' - V ' 
("$C$ str‹:py(_adctx¬>estacao_destino, "si`rius"); ') 
`
~ 
("$C$ envia__dado(__adctx¬>num__soquete, _adctx->num_port_destino, _adctx->estacao_destino, 
&_adct×-«>data, $izeof(_adcb‹->data)); ') - - - - V 
- end; 
trans 
when $pec.InspectAB 
from ENVIA_0RDEM to same 
begin 
data := InspecionaAB; 
num _port_destino := 40; ~ 1 
('$C$ stncpy(_adctx~>estacao_destino, "atlas"); ') 
` 
-
g 
('$C$ env¡a_dado(¿_adctx->`num_soquete, _adctx¬>num_port_-destino,›~ ›-¿ad‹:tx~>estacao_destino, 
&_adcb(~>data, sizeof(_ad‹`:t×->data)); ") ' ~ 
end; 
trans
' 
when Spec.UnIoadABok - 
from ENVIA_0RDEM to same ' 
_ 
begin* 
data := Des‹:arregaABok; ' 
num _port_destino := 50; 
g 
' 
j _
g 
('$C$ strcpy(_adctx->estacao_›_destino, "taIitha"); ') _ - . 
(*$C$ envia_dado(_adctx->num_soq_uete, __adctx->num_port_destino, ' _adct×-_>estacao_destino, 
&_adct×->_da1a,size0f(_adcb‹->data));") `_ z ' ~ 
V V
_ 
'V end; 
trans 
from ENVIA_0RDEM to same _ 
. provided soquete__nao__vazio(num_soquete) V " 
begin 
end; 
END. { Superv} 
("$C$ recebe_dado(_adctx-›num_soquete, &_adctx“¬>data); ') 
case data of -
` 
- AÇoIoca_da - 
_ 
: output Spe‹:.APIaoed; 
ABokCoIocada . : output Spec.ABokPIaced; 
` MesaGirRotacionada. : output Spec.Rotated; 
ABMontada V : output Spe‹:.AB_AssembIed; 
ABerrDesca_rregada : output Spec.ABerrUnIoaded; 
ABResuItOI‹ : output Spec.ABInspectedOk; 
ABRe_suItErr . _ : output Spe‹:,ABInspectedErr; 
- ABOkDescanegada : output-Spe‹:.'ABOkUnI,oaded; 
end;
`
.
