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Tato bakalářská práce se zabývá tvorbou aplikace, která umožní využívat mobilní zařízení
iPhone jako bezdrátové univerzální vstupní zařízení počítače. Pomocí této aplikace tak
můžeme simulovat klávesnici, numerickou klávesnici, myš, touchpad a herní ovladač. Také
se stručně seznámíme se samotným zařízením iPhone a procesem vývoje aplikace pro tuto
platformu.
Abstract
This bachelor thesis is concerned with making of an application, which enables to use mobile
appliance iPhone as a wirelles universal input device of a computer. With this application
we can simulate a keyboard, a numeric keyboard, a computer mouse, a touchpad and a game
controller. We also shortly introduce an appliance iPhone and we get acquainted with the
process of application development for this platform.
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Mobilní telefony již dávno neslouží pouze k uskutečňování hovorů, jejich využití je nesrov-
natelně větší. Dávají uživateli k dispozici
”
portál“ ke vstupu do virtuálního světa. Tyto
zařízení tedy nejsou pouze mobilní telefony, pro tato zařízení se vžil anglický termín smart-
phone, česky tedy chytrý telefon.
Typickým znakem smartphonů je to, že se o jejich chod stará operační systém. Tyto te-
lefony byly ještě v nedávné minulosti určeny především profesionálům a technickým nadšen-
cům. iPhone je však zástupcem a vlastně i zakladatelem nové kategorie těchto zařízení, které
funkce smartphonu přinesly mezi obyčejné uživatele. Znakem tohoto nového odvětví chyt-
rých telefonů je velký dotykový displej, promyšlené uživatelské prostředí, optimalizované
pro ovládání dotykem a nepřeberné množství funkcí, zaměřených většinou na multimédia.
Běžnému uživateli tak, pokud nechce, zůstávají složitější funkce skryty a může se zařízením
pracovat jako s běžným telefonem.
Na druhou stranu, vývojáři a profesionálové dostávají do rukou nástroj s velmi širo-
kými možnostmi, s kterým můžou velmi dobře experimentovat a objevovat využití nových
technologií. A právě těchto různých možností využívá práce, kterou se zde budeme zabývat.
Jejím předmětem bude aplikace, která se pomocí bezdrátové sítě dokáže spojit s počítačem
a bude sloužit jako konfigurovatelný bezdrátový ovladač a vstupní zařízení. Dokáže tedy si-
mulovat například klávesnici, myš, notebookový touchpad nebo herní ovladač. Tato aplikace
pokrývá různé možnosti iPhonu, ať už sítová připojení, využití dotykové obrazovky, nebo
využití akcelerometru. Práce je tedy vhodná k seznámení s těmito funkcemi a prostudování
příkladů jejich praktického využití.
Ve 2. kapitole se seznámíme se samotným iPhonem, jeho hardwarovou i softwarovou
výbavou. V kapitole 3 představíme vývojové prostředí iPhone SDK a jazyk Objective-C ,
který používá. Také zevrubně popíšeme celý proces návrhu aplikace až po její distribuci.
V další kapitole se dostaneme k návrhu naší aplikace – univerzálnímu vstupnímu zařízení.
Popíšeme základní strukturu aplikace, představu o grafickém uživatelském rozhraní, síťovou
komunikaci a způsob jakým budeme simulovat jednotlivá vstupní zařízení. 5. kapitola se
věnuje popisu implementace všech důležitých částí aplikace. V 6. kapitole představíme ko-
nečnou podobu aplikace a seznámíme se se základy ovládání. Závěrečná kapitola obsahuje




Než se budeme zabývat podrobnějšími částmi práce, představíme si samotné zařízení iPhone.
V této kapitole ho popíšeme jak po technické, tak po programové stránce a stručně se se-
známíme s prozatím krátkou historií tohoto přístroje.
2.1 Fenomén iPhone
iPhone byl představen firmou Apple 7. ledna 2007. Už od začátku se jednalo o velice kon-
troverzní zařízení, které vzbuzovalo jak pozitivní tak negativní reakce. Převážná většina
odborníků byla k takovému přístroji spíše skeptická a nepředvídala mu moc úspěšnou
budoucnost. Především v Evropě, kde nejsou uživatelé zvyklí, aby jim výrobce diktoval
podmínky užívání produktu tak jako Apple. Byly často kritizovány skutečnosti jako různé
omezující podmínky kvůli provázání s operátory, uzavřenost (unixového!) systému, absence
MMS (multimediální zprávy) nebo například omezená funkčnost Bluetooth, který mohl
být využit jen pro připojení handsfree. Ani koncept uživatelského rozhraní, navrženého
pro ovládání prstem přes dotykovou obrazovku bez přítomnosti hardwarových tlačítek, se
z počátku nesetkával s přílišným pochopením. Napjatě se tedy očekávalo uvedení přístroje
na trh.
Stalo se tak 29. června 2007 a iPhone předčil všechna očekávání. Už během prvních
pár dnů prodeje zaznamenal rekordní úspěch. To bylo ale zatím pouze na území Spojených
států, kde má Apple přece jenom větší tradici. Během dalších měsíců se postupně začal
prodávat i v dalších částech světa, ovšem i tady byl úspěch fenomenální. Ukázalo se, že
uživatelé tolik nelpí na všech moderních technických vymoženostech, kvůli jejichž absenci
byl iPhone kritizován.
iPhone se tak po všech stránkách stal unikátním a přelomovým zařízením a odstartoval
úspěch přístrojů se stejnou koncepcí – velkým dotykovým displejem, absencí hardwarové
klávesnice a uživatelskou přívětivostí. V dnešní době na trhu takových přístrojů existuje
již nepřeberné množství, ale iPhonu už jeho prvenství žádný nevezme. A jeho oblíbenost
je stále stejná. Dokazuje to i fakt, že v současné době Apple pracuje již na čtvrté generaci
tohoto přístroje.
2.2 Technická výbava
Jelikož iPhone je spíše kapesní počítač nežli mobilní telefon, odpovídá tomu i jeho hardware.
Srdcem přístroje je procesor Samsung architektury ARM, který pracuje na frekvenci 412
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Obrázek 2.1: iPhone. Převzato z [2]
MHz. V nejnovější generaci přístroje je nahrazen procesorem Cortex s frekvencí 833 MHz,
kvůli úspoře energie je však podtaktován na 600 MHz. Oba procesory obsahují grafický
koprocesor. Operační paměť je typu DRAM o velikosti 128 MB. U nejnovější generace je
to 256 MB. Paměť pro data je typu flash a podle stáří a typu modelu se pohybovala mezi
4 až 32 GB.
I možnosti komunikace jsou poměrně bohaté. iPhone podporuje všechna přenosová
pásma sítě GSM a je vybaven technologií pro datové přenosy GPRS a EDGE. Dále pod-
poruje bezdrátové technologie Wi-Fi a Bluetooth (ten ovšem pouze v omezené formě). Od
druhé generace přístroj podporuje také systém pro určení polohy GPS a mobilní sítě třetí
generace UMTS. Nejnovější typ přidává k výbavě tzv. elektronický kompas, což je tříosý
magnetometr.
Mezi chlouby iPhonu patří bezesporu displej, který má rozlišení 320×480 px se schop-
ností zobrazení 262 tisíc barev. Dotykový displej je kapacitní, což znamená, že se dá ovládat
pouze lidskými prsty a předměty s podobnými fyziologickými vlastnostmi jako lidská tkáň.
Tato technologie využívá schopnosti pokožky přenášet elektrický proud. Displej také pod-
poruje technologii multitouch, takže dokáže identifikovat více dotyků najednou. Díky tomu
se objevily nové možnosti v ovládání, jako je například přibližování fotek roztahováním
dvou prstů od sebe, nebo obyčejná možnost stisknout více tlačítek najednou.
Mezi další zajímavé vybavení patří akcelerometr, který dokáže určit polohu iPhone ve
směru tří os, digitální fotoaparát nebo například světelný senzor pro regulaci podsvícení
displeje. Informace v této kapitole čerpají z [4].
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2.3 Operační systém
Operačním systémem je iPhone OS, který je postaven na základech Mac OS, tedy systému
používaného pro běžné počítače firmy Apple. Jedná se o unixový systém. V tomto případě
je však souborový systém běžným uživatelům nedostupný. Výhody unixu tak povětšinou
zůstávají skryty. Aktuální verze systému je 4.0. S operačním systémem se pojí jeden z nej-
více kritizovaných nedostatků iPhone, a to absence podpory multitaskingu, tedy běhu více
aplikací zároveň. Tento nedostatek byl odstraněn právě s nejnovější verzí systému.
Uživatelské prostředí je poměrně jednoduché. Jedná se vlastně o sled obrazovek, které
v matici obsahují ikony nainstalovaných aplikací. Na horní liště jsou zobrazeny provozní
informace, jako síla signálů, čas a stav baterie. Dolní lišta se nazývá dock a může obsahovat
až 4 ikony aplikací, které jsou stále viditelné.
Jak bylo řečeno dříve, operační systém je uzavřený. Všechna uživatelská data, ať už
aplikace či hudba, musí být spravovány pomocí programu iTunes. Když se iPhone při-
pojí k počítači, veškerá data jsou s tímto programem synchronizovány. Nové aplikace je
možné stahovat prostřednictvím oficiálního obchodu AppStore. Ten byl představen až ně-
kolik měsíců po zahájení prodeje, mezitím nebylo možné do iPhonu legální cestou instalovat
aplikace.
Nedlouho po uvedení iPhonu byl však jeho operační systém prolomen a dal tak vznik-
nout velice početné skupině uživatelů, kteří na svém přístroji provedli tzv. jailbreak. Po
tomto zákroku se stává souborový systém viditelný a je možné libovolně měnit systémové
soubory. Tento proces není samozřejmě firmou Apple podporován a přístroj tím přichází
o záruku. Před představením AppStore to byla jediná cesta jak do iPhone dostat nové
aplikace. V dnešní době existuje hned několik neoficiálních napodobenin AppStore, které
nabízejí především aplikace, které jsou zadarmo a kvůli různým důvodům by se nemohly
oficiálně prodávat. Touto cestou je také možné kompletně proměnit vzhled uživatelského
prostředí, což uživatelům bez jailbreaku není vůbec umožněno. Více o této problematice
můžete nalézt v kapitole 3.4.1.
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Kapitola 3
Vývoj aplikací pro iPhone
Nyní se seznámíme s vývojovými prostředky, procesem vývoje aplikace pro iPhone i její
následné distribuce. Tento proces není úplně jednoduchý, mohou za to různá omezení ze
strany Apple, ale je to také částečně daň za to, že z pohledu koncového uživatele je nákup
aplikace maximálně pohodlný.
3.1 iPhone SDK
Prostředí, které umožňuje pohodlný vývoj aplikací, se jmenuje iPhone SDK. Jeho první
verze byla uvolněna společně s představením obchodu AppStore a bylo tím umožněno do
iPhone instalovat různé aplikace třetích stran oficiální cestou. Toto prostředí je možné spou-
štět pouze v operačním systému Mac OS, podmínkou pro vývoj aplikací je tedy vlastnictví
počítače Apple.
iPhone SDK je kompletní balík, který v sobě obsahuje spoustu užitečných programů.
Vše je postaveno na aplikaci XCode, která je vývojářům pro Mac jistě velice dobře známa.
Funguje jako správce projektů, editor zdrojového kódu a prostředek pro cestu k ostatním
součástem iPhone SDK. Samotný editor je velice propracovaný, nabízí doplňování syntaxe
a spoustu dalších užitečných funkcí. Na internetu je dostupná rozsáhlá knihovna funkcí
[5] i s ukázkami kódu a různými příklady, která velmi zpříjemňuje práci. K dispozici je
samozřejmě i množství nejrůznějších knih, jako je např. [6].
Velice důležitou součástí iPhone SDK je Simulator, což je program, který emuluje pro-
středí iPhone přímo v počítači. Ve spojení s aplikací Console, která poskytuje ladicí výpisy,
dostáváme velice silný nástroj pro vývoj aplikace a vývojář tak prakticky nepotřebuje fy-
zické zařízení. Což je velká výhoda, která značně ulehčuje práci. Samozřejmě testování na
skutečném přístroji se nedá vyhnout, ale takto je to nutné až v závěrečných fázích vývoje.
Jediným problémem programu Simulator je skutečnost, že nedokáže kompletně simulovat
multitouch (umí nejvýše dva prsty najednou a s omezeným pohybem) a především akcele-
rometr. Ten lze simulovat pouze tehdy, jestliže je aplikace vyvíjena v některém z notebooků
Apple, které mají také akcelerometr. Existují i jiné způsoby, jejich použití je ale poněkud
složitější a nemusí vždy fungovat. Jedním z nich je například vytvoření webového serveru,
který simuluje akcelerometr a vysílá odpovídající hodnoty. Bohužel při implementaci se mi
tato možnost nepodařila vůbec zprovoznit.
Další zajímavou částí je Interface Builder, který dovoluje navrhnout grafické uživa-
telské prostředí
”
klikacím“ způsobem. Tedy bez přímé kontroly nad vytvořeným kódem.
Interface Builder je velice propracovaný a pro potřeby menších a jednodušších projektů je
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bezesporu ideálním řešením. Disponuje kompletní knihovnou dostupných grafických prvků
a prohlížečem jejich vlastností (tzv. Inspector), není tedy problém vytvořit uživatelské pro-
středí přesně podle vlastních představ. Je zde také možné propojit konkrétní události prvků
s funkcemi, které jsou implementovány vývojářem.
iPhone SDK disponuje ještě některými podpůrnými funkcemi, jako je například pro-
gram pro kontrolu spotřeby systémových prostředků a další. Ty už ovšem nejsou natolik
zásadní, pro návrh aplikace nám většinou postačí výše zmíněné programy.
Obrázek 3.1: Prostředí iPhone SDK. Převzato z [5].
3.2 Jazyk Objective-C
Objective-C je jazyk používaný především v operačních systémech Mac OS a iPhone OS,
tedy produktech firmy Apple. Jak název napovídá, jedná se o objektovou nadstavbu jazyka
C. Od jazyka Smalltalk převzal systém posílání zpráv mezi objekty. Soubory se zdrojovým
kódem v jazyce Objective-C jsou označeny příponou .m. Hlavičkové soubory mají klasickou
příponu .h.
3.2.1 Rozdíly oproti C++
Samozřejmě se nelze vyhnout srovnání se známějším jazykem C++, který je také odvozen
z jazyka C. Logickou strukturu mají podobnou, liší se především syntaxí. Jiné je zde na-
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příklad volání metod objektů. Zatímco v C++ vypadá takto: obj->method(parameter),
v Objective-C je použit následující způsob: [obj method:parameter]. Také samotné me-
tody mají poněkud rozdílnou hlavičku, jak můžeme vidět na obrázku 3.2.
Obrázek 3.2: Ukázka definice metody. Převzato z [5].
Zde můžeme upozornit na jednu zvláštnost, kterou je oddělování vstupních parame-
trů částmi názvu metody. Rozhraní třídy (viz. 3.3) je tvořeno pomocí uvozující direktivy
@interface a zakončeno direktivou @end. Vlastní implementace metod třídy se provádí
v bloku ohraničeném direktivou @implementation. V Objective-C je zjednodušeno dědění.
Na rozdíl od C++ není nutné nastavovat práva dědičnosti pomocí klíčových slov private,
public a protected. Jinak dědění probíhá standardním způsobem, a to uvedením předka
za název třídy. Další rozdíl je například při odkazování objektu sama na sebe, které se pro-
vádí pomocí výrazu self. Existuje spousta jiných drobných rozdílu, ale programátor znalý
jazyka C++, by neměl mít při přechodu na Objective-C větší problémy. Pro seznámení
s tímto zajímavým jazykem mohu doporučit knihu [10], ze které jsem čerpal i já.
Obrázek 3.3: Ukázka definice metody. Převzato z [5].
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3.2.2 Práce s pamětí
Verze Objective-C, která je použita pro vývoj iPhone aplikací, neobsahuje garbage collector,
což na programátora klade větší nároky při práci s pamětí. Je tedy třeba dávat pozor na
veškeré inicializace objektů a hlídat správné uvolňování alokované paměti. Tato vlastnost
může být někdy otravná, obzvlášť dnes, kdy jsou vývojáři na počítačích s obrovskou kapaci-
tou operační paměti nenuceni s ní šetřit. Ovšem vzhledem k tomu, že se aplikace vyvíjí pro
přístroj s poměrně omezenými systémovými prostředky, je toto omezení pochopitelné. Pro
pořádek si uvedeme, že alokace probíhá pomocí příkazů [[obj alloc] init] a dealokace
pomocí [obj release].
3.3 Základní stavba aplikace
V iPhone SDK je možné vybírat z několika předpřivanených typů aplikací. Jelikož v našem
případě vytváříme grafickou aplikaci s množstvím různých částí, popíšeme strukturu právě
tohoto typu. Ten je zde označen jako View Based Application, česky tedy něco jako
”
po-
hledově založená aplikace“. Tento název je kvůli tomu, že základní jednotka (obrazovka)
zmíněného typu je v iPhone SDK označena jako View. Přeložení do češtiny je v tomto pří-
padě poněkud nejednoznačné, proto v průběhu celé práce bude tato jednotka označována
slovem okno.
Hlavní třídou je UIApplicationDelegate, která zprostředkuje samotné spuštění apli-
kace a poskytuje přístup k ostatním třídám projektu. Ukázku vidíme zde 3.1. Tato samotná
třída nezobrazuje grafiku, pro to slouží třída UIViewController.
#import ”ExampleAppDelegate . h”
#import ” ExampleViewController . h”
@implementation ExampleAppDelegate
− ( void ) app l i cat ionDidFin i shLaunch ing : ( UIAppl icat ion ∗) a p p l i c a t i o n {
// Zde pridame ViewContro l l e r h lavniho okna a zobrazime ho
[ window addSubview : v i ewCont ro l l e r . view ] ;
[ window makeKeyAndVisible ] ;
}
− ( void ) d e a l l o c { // Uvolneni pameti
[ v i ewCont ro l l e r r e l e a s e ] ;
[ window r e l e a s e ] ;
[ super d e a l l o c ] ;
}
@end
Kód 3.1: Ukázka AppDelegate
UIViewController se tedy stará o vykreslení grafického uživatelského prostředí. Tato
třída umožňuje vkládání ostatních prvků tvořící uživatelské prostředí, jako jsou tlačítka
(UIPushButton), obrázky (UIImageView), tabulky (UITableView), textová pole (UIText-
Field) a spousta dalších. Třída UIViewController v základu obsahuje několik metod,
které pomáhají při vytváření a správě okna. Jsou to následující metody:
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• loadView: načtení grafiky
• viewDidLoad: okno bylo právě načteno
• shouldAutorotateToInterfaceOrientation: reakce na polohu přístroje
• didReceiveMemoryWarning: nastal nedostatek paměti
• viewDidUnload: okno bylo zavřeno
• dealloc: uvolnění paměti
#import ” ExampleViewController . h”
@implementation ExampleViewController
// Implement loadView to c r e a t e a view h i e ra r chy programmatical ly ,
without us ing a nib .
− ( void ) loadView {
}
// Implement viewDidLoad to do a d d i t i o n a l setup a f t e r l oad ing the view ,
t y p i c a l l y from a nib .
− ( void ) viewDidLoad {
[ super viewDidLoad ] ;
}
// Overr ide to a l low o r i e n t a t i o n s other than the d e f a u l t p o r t r a i t
o r i e n t a t i o n .
− (BOOL) shou ldAutorota teToInte r faceOr i enta t i on : ( U I I n t e r f a c e O r i e n t a t i o n )
i n t e r f a c e O r i e n t a t i o n {
// Return YES f o r supported o r i e n t a t i o n s
re turn ( i n t e r f a c e O r i e n t a t i o n == U I I n t e r f a c e O r i e n t a t i o n P o r t r a i t ) ;
}
− ( void ) didReceiveMemoryWarning {
// Re l ea se s the view i f i t doesn ’ t have a superview .
[ super didReceiveMemoryWarning ] ;
// Re lease any cached data , images , e t c that aren ’ t in use .
}
− ( void ) viewDidUnload {
// Release any r e t a in ed subviews o f the main view .
// e . g . s e l f . myOutlet = n i l ;
}
− ( void ) d e a l l o c {
[ super d e a l l o c ] ;
}
@end
Kód 3.2: Ukázka UIViewController
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Tyto metody můžeme, ale nemusíme využívat, záleží na aktuálních potřebách. Sa-
mozřejmě můžeme vytvářet metody vlastní. Pro lepší představu uvedeme celý příklad zdro-
jového kódu prázdné třídy UIViewController 3.2 (ponechány původní komantáře v nově
vytvořeném souboru).
Základní struktura aplikace tedy není nijak složitá. Samozřejmě například instancí třídy
UIViewController může být v jednom projektu libovolné množství, je možné vytvářet jiné
specializované třídy a tak dále. Záleží na složitosti aplikace a přání programátora. Ovšem
k napsání programu typu HelloWorld výše uvedené třídy stačí.
3.4 Distribuce aplikace
Distribuce aplikace ke koncovému uživateli je zde poněkud zdlouhavější proces. Programá-
tor, který chce vyvíjet aplikace pro iPhone, se musí stát členem Apple Developer programu.
Členství v tomto programu je zpoplatněno a Apple si nárokuje podíly z každého prodeje
aplikace. Cena členství v tomto programu začíná na 99$ za rok, nejedná se tedy o úplně
levnou záležitost.
Ovšem ani zaplacení poplatku není zárukou, že se vaše aplikace dostane až do obchodu
AppStore (viz. obr. 3.4). Nejdříve musí projít zdlouhavým schvalujícím procesem. V něm
je Apple někdy velice přísný. Je zakázáno využívat některé funkce, které mají přímý vliv
na chod systému, nebo využívají něco, co Apple prostě nechce, aby bylo využíváno (např.
Bluetooth). V tomto směru je někdy Apple osočován za monopolní chování, například
když nepustil do svého telefonu aplikaci od firmy Google, nebo nepovolil, aby byl nabízen
prohlížeč Opera pro iPhone (což dnes už neplatí).
Jestli aplikace projde těmito úskalími, je umístěna do AppStore. Ten se i přes svoji ne-
dlouhou existenci stal jedním z největších obchodů s elektronickým obsahem a v současnosti
nabízí téměř 200 000 aplikací.
3.4.1 Jiné možnosti
Existuje však i jiná možnost jak aplikaci dostat do iPhone. Podmínkou je jailbreak přístroje.
Při tomto zákroku máte možnost do přístroje nahrát také alternativu k AppStore, v dnešní
době je to především aplikace Cydia (viz. obr. 3.5). Ta zprostředkovává v podstatě ba-
líčkovací systém známý s linuxových systémů. Uživatel může do aplikace přidávat různé
repositáře s aplikacemi a vybírat mezi nimi. Drtivá většina z nich je neplacených, ovšem
objevují se i placené aplikace, které například neprošly procesem schvalování na cestě do
AppStore nebo jsou prostě natolik užitečné, že by autoři byli hloupí, kdyby si za ně ne-
nechali zaplatit. V každém případě se zde dá narazit na opravdu skvělé aplikace, které se
jinak nemají šanci do iPhone dostat.
Pro vývojáře, kteří si chtějí svoji aplikaci vyzkoušet na iPhone, aniž by to za to museli
platit, existuje ještě další způsob. Využívá se samotného způsobu, jakým jsou aplikace
do přístroje instalovány. Aplikace z AppStore jsou distribuovány jako soubory s příponou
ipa. Což ovšem není nic jiného, než zazipovaný soubor, který se při procesu instalace
rozbalí a jeho obsah se nahraje do složky s aplikacemi. Není proto nikterak složité vzít
složku s přeloženým programem, pomocí kabelu ji nahrát do iPhone na správné místo
a přenastavit přístupová práva aplikace. Existují však i programy které to udělají za vás
(např. Installous). Je zde ještě jedno úskalí a to při překladu aplikace. Aplikace nejde
přeložit na iPhone, pokud není podepsána certifikátem. Ovšem v nastavení projektu lze
toto jednoduše vypnout a aplikace se následně přeloží bez problémů.
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Vyvstává zde otázka, nakolik je takové počínání legální. Stručně řečeno není. Ovšem
v tom smyslu, že přístroj po provedení jailbreaku není již podporován firmou Apple a ztrácí
záruku. Trestně stíhán být jailbreak nemůže. Jiná situace je u možnosti instalovat cracko-
vané aplikace do iPhonu, zde se již jedná o porušení autorských práv. Touto skutečností
se stal také jailbreak trnem v oku společnosti Apple. Dříve však tuto komunitu v tichosti
přehlížela, protože lidé s odemknutým přístrojem se v určité míře podíleli na popularizaci
jejich produktu.




V této kapitole popíšeme počáteční představu o aplikaci, volbu vývojových prostředků
a definujeme jednotlivé části projektu. Jak vyplývá ze zadání, předmětem práce bude apli-
kace pro iPhone, která má sloužit jako univerzální vstupní zařízení počítače. Budeme tedy
navrhovat bezdrátovou aplikaci, která umožní simulaci klávesnice, numerické klávesnice,
touchpadu, myši a herního ovladače. Součástí každé aplikace je také samozřejmě její název.
Já jsem pro projekt zvolil jméno iPhone PC Controller, který by měl dostatečně vystihovat
zaměření aplikace. Přímo v programu je pak spíše používána zkrácená verze názvu – iPC.
4.1 Základní struktura
Vzhledem k povaze aplikace je jasné, že se práce bude skládat ze dvou nejdůležitějších
částí – serverové části pro počítač a klientské části pro iPhone. Obě části budou komuniko-
vat pomocí bezdrátové technologie Wi-Fi. Serverová část bude přijímat zprávy od klienta
a na základě jejich rozboru provádět požadované operace. Ty budou spočívat především
v simulaci požadovaných vstupních zařízení. Server není nutno implementovat jako kon-
kurentní. Není totiž žádoucí, aby se najednou k serveru připojilo více klientů, v takovém
případě by využití aplikace nebylo příliš efektivní. Je ovšem nutností implementovat server
tak, aby byl schopen přijmout opakované spojení klienta bez nutnosti restartu programu.
Server bude omezen na platformu Windows. Obě části budou implementovány jako pro-
gramy s grafickým uživatelským prostředím.
4.2 Návrh jednotlivých částí
Nyní popíšeme skutečnosti týkající se návrhu obou hlavních částí projektu – serveru a kli-
enta. Uvedeme vybraná implementační prostředí a zdůvodníme tento výběr. Také nastíníme
základní představu o grafických uživatelských prostředích a jejich funkčnosti.
4.2.1 Server
Jako implementační prostředí pro serverovou část byl vybrán framework QT, který je vy-
víjen pod záštitou společnosti Nokia. QT je multiplatformní framework založený na jazyku
C++. Existují však i porty na velké množství jiných jazyků. Pro naše potřeby byla zvo-
lena verze 4.5.3 s LPGL licencí pro systémy Windows. Na internetu je k dispozici rozsáhlá
dokumentace [8]. Ke studiu také výborně poslouží oficiální kniha [9]. Pro překlad aplikace
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bylo používáno MinGW. Prostředí QT dovoluje bezproblémové vytvoření GUI a jedním
z důvodů jeho výběru byla i skutečnost, že má velice příjemně zpracované knihovny pro
síťovou komunikaci.
U této části grafika samozřejmě není nejdůležitějším prvkem. Server bude implemento-
ván jako aplikace běžící na pozadí. V hlavní liště bude zobrazena ikona aplikace, přes kterou
bude dostupné jednoduché okno s informacemi o aktuálním připojení. Bude zde také možné
měnit základní nastavení aplikace.
Jednou z vedlejších funkcí serveru bude možnost spustit doplňkový program, který bude
umožňovat uživateli v určité míře upravovat aplikaci pro iPhone podle vlastního přání.
Například zde bude možné vytvářet skiny klávesnice, nebo různé vlastní konfigurace oken.
Tyto vytvořené prvky poté mohou být odeslány klientovi, kde se budou dát použít.
4.2.2 Klient
Klientská část bude vyvíjena v prostředí iPhone SDK, popsaném v kapitole 3.1. V tomto
případě ani jiná volba nebyla možná. Ovšem rozhodně není čeho litovat, toto prostředí je
velmi propracované a není důvod ohlížet se po alternativách.
Grafické ztvárnění klienta bude o poznání zajímavější. V aplikaci budou v různých ok-
nech zobrazeny jednotlivé simulované části. Součástí bude tedy okno s tlačítky simulující
klávesnici, podobné okno s numerickou klávesnicí, v dalších bude grafické znázornění tou-
chpadu, myši a herního ovladače – volantu.
Všechny funkce aplikace budou přístupné z hlavní obrazovky, na kterou se bude možné
z každého místa opět vrátit. Z hlavní obrazovky bude také dostupné menu s nastavením,
obrazovka s informacemi o programu a případně nápověda. Bude zde také indikátor aktu-
álního připojení. Na obrázku 4.1 vidíme základní představu o struktuře klientské aplikace.
Obrázek 4.1: Struktura aplikace
Jak bylo zmíněno v kapitole 3.1, iPhone SDK obsahuje nástroj Interface Builder pro
návrh uživatelského prostředí. V tomto případě jsem se rozhodl jít jinou cestou a uživatelské
prostředí vytvářet manuálním programováním. Tímto dostáváme plnou kontrolu nad námi
vytvořeným prostředím a v mnoha ohledech i lepší upravitelnost prvků. V některých přípa-
dech je použití manuálního vytváření prostředí mnohem efektivnější. Jako příklad můžeme
uvést klasickou klávesnici, která bude obsahovat několik desítek shodných, nebo téměř shod-
ných tlačítek. V Interface Builderu by se musely jednotlivé klávesy vkládat jedna po druhé,
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vrcholem optimalizace by bylo vkládání kopírováním. Nám bude stačit jeden cyklus for
a na několika řádcích vytvoříme kompletní rozložení kláves.
4.3 Síťová komunikace
Přenos dat mezi serverem a klientem bude probíhat bezdrátově pomocí technologie Wi-Fi.
Nabízí se otázka, zda by nebylo pro tento typ aplikace vhodné použití technologie Bluetooth.
Ovšem to je znemožněno kvůli politice firmy Apple, která Bluetooth povoluje pouze pro
připojení soupravy handsfree. V přístrojích s jailbreakem se sice už objevili některé aplikace,
které toto omezení prolamují, ale nejedná se o open-source programy. Jejich použití tedy
není dostupné pro všechny vývojáře.
V iPhone SDK je několik možností pro síťovou komunikaci. Existuje zde hned několik
různých nadstaveb, které umožňují komunikace pomocí socketů. V tomto případě jsem se
rozhodl opět zvolit trochu jiný přístup a implementovat komunikace pomocí standardní
knihovny BSD sockets (popsána např. zde [1]). To nám opět dává lepší kontrolu nad po-
sílanými daty. V tomto případě jsou nadstavby poněkud zbytečné a někdy až příliš zne-
přehledňují samotnou komunikaci. Pro programátora, který se již setkal s BSD sockets, je
tak díky použití této knihovny práce rychlá a spolehlivá.
Na straně serveru je naopak nadstavba zpracována velmi komfortně a není důvod ji
nevyužít. Především kvůli tomu, že na serveru během přijímání dat musíme mít možnost
provádět i jiné operace. Toho by se dalo samozřejmě při použití BSD sockets docílit napří-
klad použitím vláken, nebo dalších prostředků. Ovšem zmíněná nadstavba tyto možnosti
poskytuje automaticky, její použití je tedy výhodné.
4.3.1 Komunikační protokol
Pro určité sjednocení jsem se rozhodl, že obě části projektu budou pracovat se shodnou
strukturou (viz. kód 4.1) odesílaných a přijímaných dat. Toto jistě zjednoduší práci s daty.
Struktura obsahuje informace o konkrétní události, v závislosti na tom, která funkce má
být simulována. V jednotlivých částech není nutné dodržovat stejný datový typ uvnitř
struktury, můžou být zvoleny typy vhodné pro konkrétní prostředí. Při práci s daty toto
není překážkou. Logická stavba je stále stejná.
typede f s t r u c t {
<datovy typ re t e z e c> name ;
<datovy typ re t e z e c> event ;
<datovy typ re t e z e c> value ;
} Msg ;
Kód 4.1: Datová struktura
Odesílání dat přímo prostřednictvím struktury je díky rozdílným platformám klientu
a serveru znemožněno, ovšem stejně se nedoporučuje posílat data přes sockety pomocí
struktury. Potvrdilo se to i při testech, nejedná se o příliš spolehlivý způsob. Mezistupeň
tedy bude tvořen obyčejným řetězcem typu char, který bude na jedné straně ze struktury
vytvářen a na druhé bude do struktury rozparsován. Formát této zprávy vidíme zde 4.2.
Konkrétní ukázky zpráv odesílaných jednotlivými části aplikace budou uvedeny při popisu
implementace v kapitole 5.2.3. Kvůli velkému počtu možných zpráv to bude vhodnější pro
získání představy o možnostech protokolu.
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”name | event | value | ”
Kód 4.2: Formát posílané zprávy
Součástí protokolu budou ještě některé specializované události. Například zde bude
také mechanismus, který umožní automatické připojení klienta se serverem. Zde využijeme
broadcast komunikace. Ta je zprostředkována UDP přenosem. Klient posílá svoji žádost
po celé lokální síti a pokud ji server zachytí, odešle zpátky odpověď. Schéma komunikace
vidíme na obrázku 4.2.
Obrázek 4.2: Schéma automatického připojení
Další funkcí protokolu je, že bude informovat o odpojení klienta od serveru prostřed-
nictvím zprávy END.
4.4 Simulace vstupních zařízení
Při návrhu aplikace bylo také nutné zjistit, jakým způsobem je možné na serveru v PC si-
mulovat události vstupních zařízení. Jako nejlepší se jeví funkce SendInput(), která dokáže
simulovat různé události klávesnice i myši. Tato funkce nahradila dříve používané oddělené
funkce keybd_input() a mouse_input(), jejichž podpora už skončila. Všechny zmíněné
funkce a jejich použití lze nalézt v [7]. Funkce SendInput() je velice komplexní a pro po-
třeby naší aplikace se přesně hodí. I tak problematika simulace jednotlivých vstupů není
zcela snadná a návrh aplikace provázely nejrůznější testy, které měly určit, jaké techniky




V této kapitole si popíšeme samotnou implementaci obou hlavních částí projektu. Uvedeme
zde zajímavé metody a postupy, kterých bylo při vývoji použito, a upozorníme také na
různé implementační problémy.
5.1 iPhone klient
Začneme popisem implementace klientské části, která je rozsáhlejší a v mnoha ohledech i za-
jímavější. Při popisu implementace projdeme postupně všechny části, ze kterých se aplikace
skládá, až se nakonec dostaneme k finálnímu produktu. U jednotlivých částí se někdy opa-
kují stejné nebo velmi podobné postupy a metody. Proto se při popisu budeme věnovat
především specifickým vlastnostem. Opakující se části kódu budou vysvětleny pouze při
prvním výskytu. Na konci popisu každé částí také uvedeme příklady zpráv odesílaných na
server, jak jsme slíbili v kapitole 4.3.1.
5.1.1 Třída AppDelegate, funkce main
Funkce main se v prostředí iPhone SDK stará pouze o prosté spuštění aplikace. Její jakéko-
liv úpravy nejsou žádoucí a ani by se jimi nedala docílit nějaká významná změna funkčnosti.
O hlavní správu aplikace se zde stará třída AppDelegate, která je hlavní a základní tří-
dou pro většinu aplikací vytvořených pomocí iPhone SDK. Její nejdůležitější úlohou je
zprostředkovat vykreslení hlavního okna aplikace a také se zde dají nejsnadněji zachycovat
události jako je načtení nebo naopak ukončení aplikace. To se dá například dobře využít
při ukládání a načítání nastavení aplikace. Pro tyto potřeby máme vytvořený hlavičkový
soubor Settings.h, který obsahuje strukturu Settings s různými proměnnými, do kte-
rých budeme ukládat požadované hodnoty. Ty budou později globálně přístupné pro celou
aplikaci. To nám dovoluje mít z kteréhokoliv místa v programu přehled o aktuálních na-
staveních. Což je v takto rozsáhlé aplikaci zcela nezbytné. O samotné ukládání a načítaní
nastavení se stará třída NSUserDefaults. Ta dovoluje ukládat základní datové typy jako
integer, float, bool a další. Také podporuje některé datové typy obsažené v iPhone SDK.
Všechny hodnoty se ukládají do jednoho souboru typu plist, což je obdoba xml, používaná
v počítačích Apple právě pro různé konfigurační soubory.
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5.1.2 Hlavní okno aplikace
V souboru MainView.m se nachází implementace hlavního okna. Z tohoto okna jsou přístupné
všechny ostatní součásti a tvoří pomyslnou vstupní bránu do aplikace. Na hlavním okně si
budeme demonstrovat, jakým způsobem se okno vytváří. Jak je zmíněno v kapitole 4.2.2,
při implementaci byl zvolen přístup manuálního vytváření oken, jedná se tedy o poměrně
důležitou část. Všechna okna, obsahující grafické uživatelské rozhraní, dědí zpravidla ze
třídy UIViewController. Součástí této třídy jsou různé metody, které umožňují správu
okna při různých událostech. O těchto metodách se v průběhu textu zmíníme podrobněji.
Inicializace prvků probíhá uvnitř metody loadView, která je automaticky volána při
vytvoření instance třídy UIViewController. Zde tedy vytváříme všechny prvky, které se
mají v okně zobrazit. Nyní tedy postupně popíšeme vytváření hlavního okna. Jako první
musíme oknu nastavit rámec, ve kterém se má zobrazit. Naše aplikace je celoobrazovková,
proto nastavíme oknu veškerý dostupný prostor. Dále nastavíme oknu pozadí, v našem
případě tvořené obrázkem.
V hlavním okně bude obsaženo 8 tlačítek UIButton, pro které si vytvoříme pole pomocí
třídy NSMutableArray. To nám umožní efektivnější vytvoření okna. Každé tlačítko musíme
inicializovat pomocí metod alloc a init. Při inicializaci jim také nastavíme rámec CGRect,
který určuje jejich polohu v okně a také šířku a délku. Následně pole s tlačítky postupně
procházíme a nastavujeme jim obrázky pozadí a pomocí metody addSubview je přidáváme
do hlavního okna. Na konec tlačítkům přiřadíme akci pushButton, která se volá po stisku
tlačítka.
Posledním prvkem hlavní obrazovky je indikátor aktivního připojení. Ten je tvořen
pomocí UIImageView, což je prvek, který obsahuje libovolný obrázek. Tím máme vytvořeno
hlavní okno aplikace. Pro lepší ilustraci si uvedeme komentovanou ukázku implementace
metody loadView:
− ( void ) loadView {
// Nastaveni ramu a p l i k a c e a pozadi
s e l f . view = [ [ UIView a l l o c ] initWithFrame : [ [ UIScreen
mainScreen ] appl icat ionFrame ] ] ;
s e l f . view . backgroundColor = [ [ UIColor a l l o c ]
in itWithPatternImage : [ UIImage imageNamed :@”MainView . png” ] ] ;
// I n i c i a l i z a c e po l e t l a c i t e k
buttons = [ [ NSMutableArray a l l o c ] i n i t ] ;
// Obrazky pro t l a c i t k a ulozime take do po le
NSArray ∗ images = [ NSArray arrayWithObjects : [ UIImage
imageNamed :@” InfoButton . png” ] ,
[ UIImage imageNamed :@”KeyboardButton . png” ] , [ UIImage
imageNamed :@”NumpadButton . png” ] ,
[ UIImage imageNamed :@”TouchpadButton . png” ] , [ UIImage
imageNamed :@”MouseButton . png” ] ,
[ UIImage imageNamed :@”WheelButton . png” ] , [ UIImage
imageNamed :@”MoreButton . png” ] ,
[ UIImage imageNamed :@” Sett ingsButton . png” ] , n i l ] ;
i n t i , j ;
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// Prochazime po le t l a c i t e k a nastavujeme jim rozmery
f o r ( i = 0 ; i < 8 ; i++) {
i f ( i == 0) {
[ buttons addObject : [ [ UIButton a l l o c ]
initWithFrame : CGRectMake(290 , 6 , 26 , 24) ] ] ;
}
e l s e i f ( i < 3) {
j = i − 1 ;
[ buttons addObject : [ [ UIButton a l l o c ]
initWithFrame : CGRectMake((24+ j ∗20+ j ∗126) ,
200 , 126 , 47) ] ] ;
}
e l s e i f ( i < 5) {
j = i − 3 ;
[ buttons addObject : [ [ UIButton a l l o c ]
initWithFrame : CGRectMake((24+ j ∗20+ j ∗126) ,
270 , 126 , 47) ] ] ;
}
e l s e i f ( i < 7) {
j = i − 5 ;
[ buttons addObject : [ [ UIButton a l l o c ]
initWithFrame : CGRectMake((24+ j ∗20+ j ∗126) ,
340 , 126 , 47) ] ] ;
}
e l s e {
[ buttons addObject : [ [ UIButton a l l o c ]
initWithFrame : CGRectMake(290 , 450 , 26 ,
24) ] ] ;
}
}
// Nastavime t lac i tkum obrazek a zobrazime j e
f o r ( i = 0 ; i < 8 ; i++) {
[ [ buttons objectAtIndex : i ] setBackgroundImage : [ images
objectAtIndex : i ] f o r S t a t e : UIControlStateNormal ] ;
[ s e l f . view addSubview : [ buttons objectAtIndex : i ] ] ;
}
// Pridame t lac i tkum o d p o v i d a j i c i akc i po s t i s k u
f o r ( i = 0 ; i < 8 ; i++) {
[ [ buttons objectAtIndex : i ] addTarget : s e l f
a c t i on : @se l e c to r ( pushButton : )
forContro lEvents : UIControlEventTouchUpInside ] ;
}
// Vytvorime ind ika to ry p r i p o j e n i
redLedImage = [ [ UIImageView a l l o c ] initWithFrame : CGRectMake (0 ,
455 , 26 , 24) ] ;
greenLedImage = [ [ UIImageView a l l o c ]
initWithFrame : CGRectMake (0 , 455 , 26 , 24) ] ;
[ redLedImage setImage : [ UIImage imageNamed :@”RedLed . png” ] ] ;
[ greenLedImage setImage : [ UIImage imageNamed :@”GreenLed . png” ] ] ;
[ s e l f . view addSubview : redLedImage ] ;
}
Kód 5.1: Ukázka implementace metody loadView
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Jak už bylo řečeno, třída UIViewController obsahuje více metod, které se volají auto-
maticky při různých událostech. Zmíníme ještě dvě, které jsou v tomto projektu pravidelně
využívány. První je metoda viewDidLoad, která se volá po načtení okna. Tuto metodu je
vhodné používat zpravidla pro počáteční inicializaci některých proměnných a nastavení zá-
kladních voleb. Druhou je metoda dealloc, která je volána při ukončení okna a je vhodná
pro uvolnění alokované paměti. Žádná z těchto metod se nemusí používat povinně, ale jsou
vhodné pro lepší přehlednost kódu a sjednocení projektů. Jsou také prováděny optimalizo-
vaněji, než by se prováděly obdobné metody připravené samotným programátorem.
Nyní již k vlastně naprogramovaným metodám. Metoda pushButton je volána po stisku
tlačítka a podle indexu odesilatele požadavku rozpoznává, které tlačítko bylo stisknuto a tím
pádem také to, jaká část aplikace má být spuštěna. Požadované nové okno je tedy alokováno
a pomocí metody presentModalViewController zobrazeno do popředí. Po návratu na
hlavní nabídku je paměť uvolněna. Okna se tedy při každém novém volání alokují znova,
nejsou načtena neustále. Jediným takovým oknem, které je načtenou po celou dobu běhu
aplikace, je hlavní okno.
Hlavní okno se také stará o správu připojení k serveru. Pro tuto potřebu je zde vy-
tvořena instance třídy SocketCommunication, která zastřešuje práci se sockety. Pokud
je nastaveno automatické připojení k serveru, je hned po načtení okna volána metoda
autoConnect, která pomocí broadcastového přenosu vyšle požadavek o ohlášení serveru.
Pokud dostane odpověď, pokusí se připojit k serveru pomocí metody connectIP. Tato
metoda je také volána při manuálním připojování. Pokud je připojení úspěšné, volá se me-
toda changeConnectionStatus, která v hlavním okně změní indikátor připojení a nastaví
logickou proměnnou connected, která se používá při zjištění aktuálního stavu připojení
na různých místech aplikace. Dále je zde metoda disconect, která odpojí socket a odešle
serveru zprávu o ukončení komunikace.
Dalším důležitým prvkem je instance třídy FileManager. V případě, že je aplikace
spuštěna poprvé (kontrola pomocí proměnné uložené v nastavení), je volána metoda load-
PresetData. Ta vytvoří adresářovou strukturu, používanou pro ukládání volitelných dat,
jako jsou skiny kláves a upravitelná okna. Ukázky těchto uživatelských souborů jsou také
součástí aplikace a právě při prvním spuštění jsou připraveny pro použití a nahrány do
vytvořených adresářů.
5.1.3 Klávesnice
Princip vytvoření okna klávesnice je obdobný jako v předchozím případě. Zde je však sa-
mozřejmě vzhledem k počtu prvků o poznání rozsáhlejší. Oproti hlavnímu oknu je klávesnice
zobrazena v režimu landscape, což znamená, že se orientace displeje otočí o 90◦ (viz. kód
5.2). Je potřeba i přepočítat jednotlivé souřadnice, aby se prvky správně zobrazily (viz. kód
5.3).
[ [ UIAppl icat ion sharedAppl i ca t ion ] s e tS ta tusBarOr i enta t i on :
UI Inter faceOr ientat ionLandscapeRight animated :NO] ;
Kód 5.2: Otočení orientace displeje
S jednotlivými tlačítky se tedy i zde pracuje pomocí pole. Popisky tlačítek jsou přiřazo-
vány s ohledem na to, zda je nastavena česká nebo anglická klávesnice. Při vytváření okna
se také kontroluje jaký je nastaven skin tlačítek. Podle toho se tedy nastaví patřičný obrá-
zek tlačítka. I přesto, že jsou některá tlačítka různě velká, stačí nám pouze jeden základní
obrázek. Je zde totiž dostupná funkce, která dovolí nastavit způsob, jakým může obrázek
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// Rotace p r o s t r e d i
CGAffineTransform transform = CGAffineTransformMakeRotation (3 .14159/2) ;
s e l f . view . trans form = transform ;
// Nastaveni spravnych rozmeru
CGRect contentRect = CGRectMake (0 , 0 , 480 , 320) ;
s e l f . view . bounds = contentRect ;
Kód 5.3: Přepočítání souřadnic
měnit velikost. Skin tlačítek také určí barvu popisků tlačítek. Okno klávesnice dále obsahuje
textové pole UITextField, které je použito pro zobrazování stisknutých znaků. V žádném
případě se nesnaží simulovat textový editor, slouží pouze pro kontrolu. Posledním grafic-
kým prvkem je tlačítko pro návrat na hlavní obrazovku. Toto tlačítko se objevuje ve všech
podoknech.
Při popisu klávesnice se rovněž poprvé seznámíme s odesíláním konkrétních informací
na server. Pro přenos informací se používá struktura uvedená v kapitole 4.3.1. Pro samotné
odesílání se používá instance třídy SocketCommunication vytvořená hlavním oknem. K této
instanci nemáme tedy přímý přístup, musíme k ní přistupovat pomocí tzv. delegáta aplikace.
To je instance výše zmíněné třídy AppDelegate, která nám zpřístupňuje všechny její po-
tomky. Je nevyhnutelné, že některé části aplikace musejí sdílet společná data. Právě v síťové
komunikaci máme dobrý příklad. Bylo by nesmyslné pro každé nově vytvořené okno znovu
navazovat spojení.
Po stisku tlačítka je volána metoda handleUpEvent nebo handleDownEvent v závislosti
na tom jestli bylo tlačítko zmáčknuto, nebo uvolněno. Docílíme tak adekvátnějšího chování
ve srovnání s běžnou klávesnicí. Podle typu události je částečně naplněna struktura určená
pro odesílaná data a zbytek se vyplní ve volané metodě createMsg. Jenou ze součástí, která
se vkládá do struktury, je v případě klávesnice kód jednotlivých kláves. Jedná se o hexade-
cimální číslo, které prezentuje stisknutou klávesu. Tyto kódy se v několika drobnostech liší
v případě české a anglické klávesnice. I v tomto případě je tedy nutné kontrolovat, která
z nich je aktivní. Ukázky vytvořených zpráv vidíme v tabulce 5.1.
Název události Událost Hodnota Význam
KEY_EVENT KINFO CZ Informace o zvoleném jazyku
KEY_EVENT DOWN 0x26 Stlačeno tlačítko s šipkou nahoru
KEY_EVENT UP 0x26 Uvolněno tlačítko s šipkou nahoru
Tabulka 5.1: Ukázka zpráv klávesnice
5.1.4 Numerická klávesnice
Numerická klávesnice se od klasické liší pouze v jiném rozložení a počtu kláves. Také se
zde nerozlišuje česká a anglická verze klávesnice. I odesílané zprávy jsou nepatrně odlišné
(viz. tabulka 5.2). Ostatní principy a metody zůstávají stejné. Je tedy zbytečné je popisovat
znovu.
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Název události Událost Hodnota Význam
NUM_EVENT DOWN 0x60 Stlačeno tlačítko 0
NUM_EVENT UP 0x60 Uvolněno tlačítko 0
Tabulka 5.2: Ukázka zpráv numerické klávesnice
5.1.5 Touchpad
Nyní se dostáváme k zajímavější části aplikace, kterou je touchpad. Zde se setkáme s využi-
tím více možností iPhonu. Konkrétně zde jsou využity dotykové události. S těmito událostmi
je možnost pracovat v klasické třídě UIViewController, která je standardně podporuje.
Stačí přidat následující metody:
• touchesBegan (začátek dotykové události)
• touchesMoved (pokračování pohybu do jiného bodu bez přerušení)
• touchesEnded (konec dotyku)
Definice metod viz. 5.4. Tyto metody nemusí být použity všechny, v kódu může být
libovolně použita kterákoliv z nich. Záleží pouze na tom, jaké typy událostí chce programátor
kontrolovat.
− ( void ) touchesBegan : ( NSSet ∗) touches withEvent : ( UIEvent ∗) event ;
− ( void ) touchesMoved : ( NSSet ∗) touches withEvent : ( UIEvent ∗) event ;
− ( void ) touchesEnded : ( NSSet ∗) touches withEvent : ( UIEvent ∗) event ;
Kód 5.4: Dotykové metody
Samotné okno není graficky příliš složité. Obsahuje pouze dvě tlačítka. Jedno je stan-
dardní tlačítko pro návrat na hlavní obrazovku, druhým je tlačítko plnící funkci levého
tlačítka myši. To je zde pro případ, že chce uživatel například přesouvat okna nebo označo-
vat text. V tomto případě není totiž možné simulovat běžné chování touchpadu, kdy stačí
dvakrát poklepat a držet. S prostředky použitými při tvorbě aplikace toto chování není
dosažitelné.
Hlavní funkcí je tedy zachycování dotykových událostí a přenos získaných dat na server.
Tahem prstu po displeji se bude simulovat pohyb kurzoru. Data získaná tímto způsobem
jsou dvě hodnoty, které určují posun od začátku dotyku po osách x a y. Když tedy prst
pohneme nepatrně doleva, získáme hodnoty -1 a 0. Záporné hodnoty znamenají posun
doleva v případě osy x a nahoru na ose y. V případě rychlejšího pohybu se neodesílají
postupně malé hodnoty, ale konečná větší hodnota. Tyto hodnoty se odesílají na server
bez dodatečných úprav. Další režie je přenechána serveru. Je logické, že je zbytečné na
iPhonu vykonávat operace, které mohou být provedeny na serveru s rychlejším hardwarem.
O odesílání dat se stará metoda createMsgWithXandY.
Další funkcí je simulace levého a pravého tlačítka myši. Stisk levého tlačítka vyvolá běžný
dotek na plochu touchpadu jedním prstem. Stisk pravého tlačítka je po vzoru počítačů
Apple proveden dotykem dvou prstů. Zde se již projevuje schopnost obrazovky iPhonu
rozlišovat více než jeden dotek najednou. Stisky tlačítek jsou identifikovány uvnitř metody
touchesEnded. Bylo by totiž předčasné vysílat stisk při začátku dotyku. Ten se totiž ještě
může změnit na tažení a ovládání kurzoru. Proto tedy tyto události vyvoláváme až se
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skončením dotyku. Po identifikaci stisku tlačítka se volají metody v závislosti na konkrétní
události.
Poslední možností touchpadu je scrollování. Toho se docílí opět způsobem, který použí-
vají počítače Apple – tažením dvou prstů po displeji. Další pěkný příklad využití multido-
tykového ovládání. Při scrollování se odesílají také data o změnách souřadnic, stejně jako
v běžném režimu touchpadu. Zde ovšem pouze ve směru osy y. Odeslání dat probíhá pro-
střednictvím metody createScrollMsgWithY. Ukázky všech možných zpráv jsou uvedeny
v tabulce 5.3.
Název události Událost Hodnota Význam
TOUCH_EVENT -- -100;-100 Posun kurzoru o 100 px doleva a o 100 px
nahoru
TOUCH_EVENT DOWN LBUTTON Stlačeno levé tlačítko
TOUCH_EVENT UP RBUTTON Uvolněno pravé tlačítko
TOUCH_EVENT SCRLDOWN -- Scrollování dolů
Tabulka 5.3: Ukázka zpráv touchpadu
5.1.6 Myš
Dalším zařízením, které aplikace dokáže simulovat, je počítačová myš. Zde je využita další
zajímavá funkce iPhonu – akcelerometr. Opět zde nijak nemusíme měnit strukturu kódu, vy-
užijeme standardní třídu UIViewController. Musíme ji ovšem přiřadit tzv. delegáta třídy
ovládající akcelerometr. To provedeme přidáním <UIAccelerometerDelegate> za hlavní
definici třídy. Poté se nám zpřístupní využití metody accelerometerdidAccelerate (viz.
kód 5.5), ve které můžeme sbírat data pohybového čidla.
− ( void ) acce l e romete r : ( UIAccelerometer ∗) acce l e romete r d idAcce l e r a t e :
( UIAcce l e rat ion ∗) a c c e l e r a t i o n {
// Takto muzeme z i s k a t hodnoty j e d n o t l i v y c h os
CGFloat x = a c c e l e r a t i o n . x ;
CGFloat y = a c c e l e r a t i o n . y ;
}
Kód 5.5: Získávání dat akcelerometru
Grafické prostředí je opět maximálně jednoduché a uzpůsobené svému účelu. Kromě
obvyklého tlačítka pro návrat na hlavní okno je zde dvojice tlačítek znárodňující levé a pravé
tlačítko myši. Posledním prvkem je prostřední scrollovací tlačítko.
Nyní si popíšeme práci s akcelerometrem. Dříve než jej začneme využívat, musíme pro-
vést jeho inicializaci. Také je vhodné nastavit obnovovací frekvenci, se kterou se budou
číst aktuální hodnoty. V našem případě byla zvolena frekvence s periodou 16 sekundy. Tato
hodnota byla zvolena s ohledem na optimalizaci. Při vyšších frekvencích by mohlo docházet
k přehlcení datové komunikace. Jak bylo již zmíněno, čtení dat se provádí uvnitř metody
accelerometerdidAccelerate, která se volá s námi nastavenou frekvencí. Zde dostáváme
hodnoty o souřadnicích tří os. Osy x a y jsou horizontální, osa z je vertikální. Osa x za-
chycuje naklopení přístroje doleva nebo doprava, y zachycuje natočení dolů nebo nahoru.
Osa z indikuje pohyb nahoru nebo dolů iPhonu jako celku. Pro lepší představu jsou vidět
jednotlivé osy na obrázku 5.1.
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Obrázek 5.1: Osy akcelerometru. Převzato z [5].
Všechny souřadnice mohou nabývat hodnot v intervalu < −1; 1 >. Při prvním vo-
lání metody accelerometerdidAccelerate nastavíme kalibrační hodnoty, díky kterým se
odesílaná data nijak nezkreslují. Po kalibraci se tak jako výchozí hodnoty počítají ty, ve
kterých se zařízení nachází při zobrazení myši. Během implementace a testování bylo totiž
zjištěno, že vodorovné poloze iPhonu neodpovídají čtené hodnoty (měly by být nulové).
Samozřejmě to může mít i opačný efekt, tehdy když uživatel při spuštění myši drží iPhone
v nevhodné pozici (např. vertikální). Zde už musíme počítat s logikou uživatele, který by
také jistě nerad používal myš postavenou na hraně. Nyní již tedy máme hodnoty kalibro-
vány a můžeme se vrátit k jejich čtení. V našem případě potřebujeme číst data souřadnic x
a y. Tato data nijak neupravujeme, pouze je zarovnáme na dvě desetinná místa a pomocí
metody createMsgWithXandY odešleme na server, který se o zbytek postará.
Simulace levého a pravého tlačítka probíhá běžným způsobem, je rozlišováno stisknutí
tlačítka nebo jeho uvolnění, podle čehož je následně vytvořena a odeslána zpráva. Zde tedy
nic nového.
Ploška, která naznačuje kolečko myši, má kromě funkce tlačítka také implementovánu
možnost scrollování. Té jsme docílili přidáním metod pro zachycování dotykových udá-
lostí. Ty se indikují právě pouze uvnitř plochy prostředního tlačítka. Tímto se ale znemož-
nila možnost držení prostředního tlačítka, nemůžeme okamžitě po dotyku vysílat informaci
o stisknutí tlačítka, když je možné, že uživatel chce scrollovat. Dalo by se to vyřešit přidá-
ním pomocného tlačítka jako v případě touchpadu, ale možnost držet prostřední tlačítko
jsem nepovažoval za nezbytnou. Zpráva o scrollování je stejně jako u touchpadu tvořena
metodou createScrollMsgWithY. Možné zprávy tvořené při používání myši vidíme opět
v tabulce 5.4.
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Název události Událost Hodnota Význam
MOUSE_EVENT -- -1.00;-1.00 Údaje o hodnotách na osách x a y
MOUSE_EVENT DOWN LBUTTON Stlačeno levé tlačítko
MOUSE_EVENT UP RBUTTON Uvolněno pravé tlačítko
MOUSE_EVENT SCRLUP -- Scrollování nahoru
MOUSE_EVENT -- WBUTTON Stisk prostředního tlačítka
Tabulka 5.4: Ukázka zpráv myši
5.1.7 Herní ovladač
Poslední z pevně daných simulačních částí aplikace je herní ovladač. Primárně je ovladač
myšlen jako simulace volantu pro závodní hry, jeho možnosti jsou ovšem širší. Je zde opět
využíván akcelerometr.
Uživatelské prostředí obsahuje 6 tlačítek. Z toho 2 znázorňují automobilové pedály a jsou
také standardně nastaveny pro simulování klávesy se šipkou nahoru (respektive dolů). Jsou
však nastavitelné, takže mohou mít i jinou funkci. Ostatní tlačítka jsou také programo-
vatelná, ovšem v základu nemají žádnou funkci. Informace o tom, jakou klávesu tlačítko
simuluje, se ukládá v nastavení aplikace. Tlačítkům lze nastavit dva různé typy kódů simu-
lovaných kláves. Prvním z nich je běžný, stejný jako například u klávesnice. Druhým typem
jsou kódy určené pro využití na vstup her, které na rozdíl od běžných aplikací používají
vstup DirectInput.
Akcelerometr je zde použit pro simulování zatáčení. Využíváme tedy pouze souřadnice
z osy y. Zde jsou dvě možnosti, které mohou být zvoleny. První z nich je odesílání běžných
dat získaných z akcelerometru. Toho využijeme v případě, že server bude spolupracovat
s přídavným programem PPJoy (ppjoy.blogspot.com), který simuluje joystick. Druhou
možností je data přímo v iPhonu převádět na stisky kláves doleva nebo doprava. To závisí
na pozici iPhonu. Je také nastavena určitá hranice, která se musí překročit, aby tlačítko
bylo zmáčknuto (a také uvolněno). Tím se zamezí samovolnému vysílání zprávy o stisknutí
klávesy když je iPhone ve vodorovné pozici. Mezi oběma možnostmi lze libovolně přepínat
v sekci s nastavením aplikace.
Zprávy (viz. tabulka 5.5) o stiscích kláves i o údajích z akcelerometru jsou na server
odesílaný běžným způsobem.
Název události Událost Hodnota Význam
WHEEL_EVENT -- -1.00 Hodnota na ose y
WHEEL_EVENT UP\DOWN 0x0D Stisk tlačítka s nastavenou funkcí Enteru
WHEEL_EVENT UP\DOWN 0x041C Stisk tlačítka s funkcí Enteru, ale s kódem
DirectInput
Tabulka 5.5: Ukázka zpráv volantu
5.1.8 Uživatelsky upravitelná okna
Aplikace poskytuje ještě jednu možnost pro simulování vstupu PC a tím jsou upravitelná
okna vytvořená samotným uživatelem. Tato okna může uživatel vytvářet pomocí serverové
aplikace na PC, proto se tomuto budeme blíže věnovat v odpovídající kapitole 5.2.5.
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Načtení grafiky je v tomto případě poněkud složitější. Po tom co uživatel zvolí konkrétní
okno, musíme přečíst konfigurační soubor ze souboru uloženého v iPhonu a podle něj načíst
odpovídající počet tlačítek, jejich obrázek, popisky a barvu popisků. Také z něj určíme
požadovanou základní polohu prvků.
U těchto oken je možnost dodatečně přímo v iPhonu měnit rozložení kláves. Po přepnutí
do editačního módu jsou tlačítka deaktivovány (nelze s nimi simulovat klávesy) a jsou zob-
razena pouze jako obrázky, které je možné přesouvat po obrazovce. Toto umožní speciálně
vytvořené třída DraggableImage, která z požadovaných obrázků vytvoří posouvatelné ob-
jekty. Aktuální informace o pozicích jednotlivých tlačítek se ukládají do nastavení aplikace.
Zprávy jsou v tomto případě shodné se zprávami klávesnice (viz. tabulka 5.1).
5.1.9 Nastavení aplikace
Posledním prvkem klientské aplikace, o kterém se zmíníme, je okno umožňující měnit různá
nastavení aplikace. Tato část napodobuje vzhled standardní aplikace Settings, která je sou-
částí programové výbavy iPhonu. Je to tedy tabulka, rozdělená na různé sekce podle části
aplikace, o jejíž nastavení se stará. Tabulky se v iPhone SDK tvoří poměrně specifikou
cestou, kterou si blíže popíšeme.
Tabulka se vytvoří jako instance třídy UITableView, které můžeme nastavit několik růz-
ných vlastností, jako je například typ buněk, styl rozložení obsahu, nebo například pozadí.
Obsah samotné tabulky je pak utvořen postupným voláním několika metod. Jelikož naše ta-
bulka je tvořena více sekcemi, první metodou je numberOfSectionsInTableView, ve které
se nastaví počet sekcí. V další metodě titleForHeaderInSection se nastaví názvy pro
jednotlivé sekce. Uvnitř metody numberOfRowsInSection se nastavuje počet řádků v jed-
notlivých sekcích. V metodě cellForRowAtIndexPath se již přistupuje k samotné definici
obsahu buňky. Ta je volána postupně pro všechny buňky. Buňkám můžeme nastavit několik
vlastností, jako je obrázek, standardní text, rozšířený text a prvek nazvaný AccessoryView.
To je prvek zobrazený na pravé straně buňky, který nese různé informační ikony. Také zde
můžeme nastavit libovolný jiný objekt, např. tlačítko. V tabulkách nejsou buňky zobrazeny
neustále. Pokud je například tabulka příliš dlouhá a nevejde se na jednu obrazovku, buňky
jsou načítány dynamicky podle toho, které jsou vidět. Metoda cellForRowAtIndexPath se
tedy volá velice často a musíme v ní přísně kontrolovat, zda buňka, kterou chceme vykres-
lit, už vykreslena je nebo naopak nesmíme buňku zapomenout vykreslit. Poslední metodou
starající se o tabulku je didSelectRowAtIndexPath, ve které jednotlivým buňkám můžeme
přiřadit odpovídající akci po stisknutí. Celý systém vytvoření tabulky je poměrně složitý
a nezkušenému programátorovi zabere nějaký čas, než si na tento způsob zvykne a zorien-
tuje se v něm. Je zde citelná optimalizace pro velké, obsahově rozsáhlé tabulky, které se
načítají dynamicky pomocí různých polí hodnot.
Za zmínku v tabulce nastavení stojí sekce, která nemá nic společného s žádnou grafickou
částí aplikace, ale stará se o správu připojení. Je zde možné manuálně zadat IP adresu
a připojit se na ní. Zadaná adresa se kontroluje pomocí regulárního výrazu. Tato funkčnost
je umožněna pomocí doplňkové třídy THRegex. Také zde můžeme povolit nebo zakázat
automatické připojování na server, které probíhá při startu aplikace. Poslední možností je
zapnutí přenosového režimu, při kterém očekáváme data od serveru. Těmi můžou být skiny
pro klávesnice nebo vytvořená okna. Tato data se ukládají do souborového systému a je
možné je hned použít pro nastavení odpovídajících částí.
V tomto okně lze také nastavovat programovatelná tlačítka z herního ovladače. To je
umožněno pomocí prvku UIPickerView, který si můžeme představit jako otočný válec,
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na němž jsou zobrazeny hodnoty. V našem případě jsou na něm zobrazeny popisky všech
kláves, které mohou být na tlačítko nastaveny.
5.2 PC server
Nyní si popíšeme tvorbu serverové aplikace, která má za úkol sběr dat od klienta a jejich
následnou prezentaci. Server je vytvořený frameworkem QT. Tvorbu grafického prostředí





Hlavní okno je tvořeno pouze jednoduchým dialogem, který je instancí třídy QDialog. Okno
má spíše informační charakter. Obsahuje informace o současném spojení, případně zobra-
zuje dostupné IP adresy, na kterých server může přijmout spojení. Přes toto okno mohou
být také spuštěny aplikace pro tvorbu skinů a vlastních oken pro klienta. Při vypnutí dialo-
gového okna křížkem je okno skryto, ale zůstává nadále aktivní ikona programu v informační
liště Windows. Tato ikona je tvořena třídou QSystemTrayIcon. Je možné jí nastavit menu
s různými možnostmi a také díky ní zobrazovat vyskakovací (angl. pop-up) informační okna.
Ty jsou zde například použity pro informaci o připojení/odpojení klienta nebo při různých
chybových hlášeních.
5.2.2 Síťová komunikace
Třída SocketCommunication v sobě zastřešuje veškerou síťovou komunikaci. Jelikož tato
třída nemá grafické uživatelské rozhraní, dědí pouze z obecné třídy QObject. Po dokončení
konstruktoru třídy jsou volány dvě metody, které inicializují síťovou komunikaci. První
z nich je startServer(), která vytvoří TCP server. Ten je tvořen třídou QTCPServer,
která nám poskytuje efektivní práci se sockety. Naslouchání serveru spustíme na všech do-
stupných IP adresách a na portu 30124, který byl zvolen tak, aby bylo minimalizováno jeho
obsazení jinou aplikací. QT je prostředí, které je založeno na komunikaci objektů pomocí
signálů a slotů. Ne jinak je tomu i tady. Po přijmutí žádosti o spojení server vyšle signál
newConnection(), který jsme napojili na slot handleNewConnection(). V této metodě
přiradíme klientu socket QTCPSocket a umožníme datové přenosy. K socketu připojíme slot
startRead(). Ten je volán po přijmutí signálu readyRead(), který je generován když na
vstupu čekají nová data. Data ze socketu jsou přečtena metodou readAll(), která přečte
předem neurčený shluk dat. Proto musíme přijatá data nejdříve rozdělit na jednotlivé zpávy.
Poté všechny zprávy necháme pomocí metody getMessage() rozparsovat do struktury, se
kterou budeme dále pracovat. Takto získaná data odesíláme dále ke zpracování části, která
má na starosti simulaci vstupních zařízení. Ještě než se tak stane, zkontrolujeme, zda se
nejedná o zprávu RECV, kterou klient vyšle, pokud je připraven přijímat data. V tomto pří-
padě pozastavíme veškerý příchozí tok dat, dokud nejsou požadovaná data přijmuta. Pro
odesílání je připravena metoda socketWrite().
Druhou hlavní metodou volanou po vytvoření instance třídy je startConnecting(),
která zajišťuje automatické připojení klienta k serveru. Je zde vytvořen UDP socket třídy
QUDPSocket, který naslouchá na broadcastové adrese a portu 30122 a přijímá všechny broad-
cast pakety. Na příchozí data nás opět upozorní signál readyRead(), po kterém voláme me-
todu handleIncomingDatagrams(). Zde datagram přečteme ze socketu a získanou zprávu
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posíláme dál do metody sendServerInfo(). Pokud ve zprávě najdeme řetězec IPCSEARCH
identifikující žádost od klienta, tak získáme dostupné IP adresy serveru a odešleme je
zpátky klientovi. Odeslání těchto dat musí být provedeno tak, že vytvoříme nový socket,
který připojíme na dočasný server, vytvořený na straně klienta, a na něj data odešleme.
Logickou možností by bylo odeslání dat opět pomocí UDP diagramů, ovšem z nezjiště-
ných důvodů tento přenos fungoval pouze ve směru iPhone – PC, obráceně nikoliv. Metoda
startConnecting() může zůstat po celou dobu serveru nevyužita, v případě že se klient
připojí manuálně.
5.2.3 Simulace vstupních zařízení
Nejdůležitější částí serveru je třída InputSimulation, která se stará o samotné simulování
vstupních zařízení. Tato třída je opět pouze potomkem obecné třídy QObject.
Hlavní metodou je funkce handleMessage(), jejímž vstupním parametrem je struktura,
získaná ze zprávy přijaté od klienta. Nejdříve musíme zjistit, o jaký z hlavních typů událostí
se jedná. Může to být událost klávesnice (KEY_EVENT), numerické klávesnice (NUM_EVENT),
touchpadu (TOUCH_EVENT), myši (MOUSE_EVENT) a nakonec volantu (WHEEL_EVENT). Zprávy
vysílané z vlastních vytvořených oken jsou identifikovány stejně jako zprávy klávesnice.
Posledním rozlišitelným typem je zpráva END, kterou klient posílá po ukončení aplikace. Po
jejím přijetí je spojení ukončeno.
Pro samotnou simulaci různých událostí máme k dispozici několik různých metod.
Všechny využívají funkci SendInput(), která v závislosti na nastavených parametrech do-
káže generovat různé události jak klávesnice, tak myši. Pro ukázku si uvedeme příklad
metod stisku klávesy (viz. kód 5.6). Ostatní metody jsou pak jejich obměnou.
// S t l a c e n i k lavesy dolu
void InputSimulat ion : : keyDown(UINT key ) {
INPUT Input ;
ZeroMemory(&Input , s i z e o f ( Input ) ) ;
Input . type = INPUT KEYBOARD;
Input . k i .wVk = (WORD) key ;
Input . k i . dwFlags = 0 ;
SendInput (1 , &Input , s i z e o f (INPUT) ) ;
}
// Uvolneni k lavesy
void InputSimulat ion : : keyUp(UINT key ) {
INPUT Input ;
ZeroMemory(&Input , s i z e o f ( Input ) ) ;
Input . type = INPUT KEYBOARD;
Input . k i .wVk = (WORD) key ;
Input . k i . dwFlags = KEYEVENTF KEYUP;
SendInput (1 , &Input , s i z e o f (INPUT) ) ;
}
Kód 5.6: Metody pro simulaci stisku klávesy
Nyní si popíšeme řešení každé z událostí. Začneme s událostmi klávesnice a numerické
klávesnice, které jsou prováděny stejným kódem. Existují zde 3 podtypy událostí. První
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dvě jsou události o stlačení tlačítka (DOWN), případně o jeho uvolnění (UP). Jelikož jsou
tímto kódem zpracovávány také stisky tlačítek ve vytvořených oknech, které mohou mít
přiřazeny kódy pro DirectInput, musíme provést kontrolu, zda se nejedná právě o DirectIn-
put událost. Test provedeme jednoduchým zjištěním délky řetězce. Protože normální kódy
klávesnice mají délku 4 znaky, kdežto kódy pro DirectInput jsou dlouhé 6 znaků. Na zá-
kladě zjištěných informací pak voláme jednu z těchto metod: directKeyDown(), keyDown(),
directKeyUp(), keyUp(). Posledním podtypem události je KINFO, kterou klient vysílá při
spuštění klávesnice. Hodnotou této události je pak řetězec CZ nebo EN podle toho, která
klávesnice je na straně klienta aktivní. Následně pak můžeme uživateli zobrazit informaci
o tom, kterou klávesnici má právě zapnutou na straně serveru, aby jazyky mohl sjednotit.
Bohužel ve Windows 7, na kterých byl server vyvíjen, se tato funkce jeví jako nevyuži-
telná, jelikož zde se jazyk klávesnice nastavuje pro každé okno zvlášť. Server má tak tedy
informaci pouze o jazyce aktivním právě pro něj.
Dále rozebereme obsloužení události touchpadu. Opět zde máme několik různých typů
podudálostí. Stejně jako v předchozím případě jsou to události UP a DOWN. Zde ovšem s tím
rozdílem, že jejich hodnota může být buď LBUTTON, značící levé tlačítko myš, nebo RBUTTON
pro pravé tlačítko. Podle konkrétního typu se volá některá z metod: leftClickDown(),
leftClickUp(), rightClickDown(), rightClickUp(). Dalším podtypem jsou události iden-
tifikující scrollování: SCRLDOWN a SCRLUP. Tyto události žádnou další hodnotu nepotřebují.
Voláme pro ně metodu scrollDown() nebo scrollUp(). Posledním typem podudálosti je
přenos hodnot souřadnic pro posun kursoru. Pro tu nemáme žádné označení, k identifikaci
nám slouží právě to, že místo názvu obdržíme prázdný řetězec. Jelikož jako hodnotu udá-
losti přijímáme souřadnice x a y, musíme řetězec nejprve rozdělit na odpovídající části.
Ty pak převedeme na číselnou hodnotu a můžeme s nimi dále pracovat. Abychom docílili
odpovídajícího chování touchpadu (např. rychlejší pohyb prstu znamená větší vzdálenost,
kterou kursor urazí), musíme získané hodnoty rozdělit do několika kategorií. Jak jsme se
zmínili v kapitole 5.1.5, hodnoty nejsou pouze jednotkové hodnoty, ale podle rychlosti po-
hybu posílají informaci o celém úseku. Ze znalosti displeje můžeme vyvodit, že maximální
hodnota jednoho úseku může být 480 bodů na šířku (případně 320 bodů na výšku). Jako
horní hranice pro nejrychlejší pohyb byla zvolena hodnota 100. V reálném použití se totiž
výše uvedených maximálních hodnot nedosáhne, při osobních pokusech jsem se dostal na
hodnotu lehce převyšující číslo 200. Dalšími hranicemi jsou čísla 50, 20 a 2. Pokud alespoň
jedna souřadnice překročí některou z těchto hodnot, určíme koeficienty pohybu podle násle-
dující tabulky 5.6. Získané hodnoty vužíváme dál v kódu (viz. ukázka 5.7). Posun kursoru se
poté provádí vždy metodou mouseMove(). Uvedené přepočty byly shledány po odzkoušení
jako vhodné. Například přes celou šířku displeje počítače se dá přejet díky dvěma tahům
prstem po displeji iPhonu, což více méně odpovídá chování touchpadu.
|x| > 2 > 20 > 50 > 100
k1 3 2 2 2
k2 3 4 6 8
|y| > 2 > 20 > 50 > 100
k1 3 2 2 2
k2 3 4 6 8
Tabulka 5.6: Výpočet koeficientů podle souřadnic
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double tmpx = ( double ) x / k1 ;
double tmpy = ( double ) y / k1 ;
// mround j e funkce pro zaokrouh l en i c i s l a s p lovouc i carkou
x = mround(tmpx) ;
y = mround(tmpy) ;
f o r ( i n t i = 0 ; i < k2 ; i++) {
mouseMove (x , y ) ;
}
Kód 5.7: Realizace posunu kursoru
Následuje popis implementace simulace myši. Ta se o mnoho neliší od předešlého popisu
touchpadu. Při stiscích tlačítek je situace obdobná. S jediným rozdílem v podobě možnosti
simulace stisku kolečka myši, která je provedena metodou middleClick(). Pro přepočí-
távání hodnot jsou také používány stejné vzorce jako u touchpadu, pouze jsou upraveny
pro potřeby myši. Rozdíl je dán především v tom, že akcelerometr nám pouze hodnoty
v rozmezí intervalu < −1; 1 >. To nám pro posun kursoru příliš nepostačuje. Hodnoty ale
máme zaokrouhlena na dvě desetinná místa, což nám dává prostor k úpravám. Nejdříve
tedy hodnoty vynásobíme deseti. Pokud je získaná hodnota vyšší než 3, upravíme ji ještě
dál (viz. kód 5.8).
i f ( f abs ( x ) > 3 . 0 ) x = x∗( f abs ( x ) / 2 . 0 ) ;
i f ( f abs ( y ) > 3 . 0 ) y = y∗( f abs ( y ) / 2 . 0 ) ;
Kód 5.8: Úprava hodnoty souřadnic
Hodnoty menší než tři už dále neupravujeme proto, abychom neztratili přesnost při
malých pohybech kursoru. Mezemi pro použití rozšiřujících vzorců jsou v tomto případě
hodnoty: 10, 20, 40 a 45. Posun kursoru je řízen výše uvedeneným kódem 5.7, vyplněným
podle tabulky 5.7. Pro posun kursoru slouží opět metoda mouseMove(). Zbývá ještě zmínit,
že pokud základní hodnota některé ze souřadnic nepřesáhne hranici 0.2, žádná z uvedených
operací se neprovádí. To kvůli tomu, aby se myš nepohybovala neustále. Když je iPhone ve
vodorovné poloze, je žádoucí, aby kursor byl na svém místě.
|x| > 10 > 20 > 40 > 45
k1 2 2 2 2
k2 3 4 6 8
|y| > 10 > 20 > 40 > 45
k1 2 2 2 2
k2 3 4 6 8
Tabulka 5.7: Výpočet koeficientů podle souřadnic
Jako poslední zmíníme zpracování událostí herního ovladače – volantu. Jak již bylo zmí-
něno, simulování stisků tlačítek implementovaných v ovladači probíhá stejně jako v případě
klasické klávesnice, včetně rozlišování vstupu DirectInput. Také v případě, že některým tla-
čítkům je přiřazena funkce některého z tlačítek myši, probíhá vyřízení těchto událostí stejně
jako v dříve popsaných postupech, jako např. u myši. Nejzajímavější je zpracování speci-
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fické vlastnosti, tedy přenášení polohy zařízení na polohu kurzoru. V tomto případě jako
hodnotu dostaneme pouze souřadnici osy x. Nejdříve provedeme ošetření hodnot. Jelikož
zde také opět musíme nastavit určité toleranční rozmezí, při kterém bude kursor v klidu.
Zvolena byla hodnota 0.11, což je méně než u myši, ale u herního ovladače je lepší vyšší citli-
vost. Jedním krajním bodem intervalu je tedy hodnota 0.11. Nejvyšší hodnotou je pak 1.00
(u obou hodnot platí i záporné hodnoty). Na tento interval tedy zarovnáme ostatní hodnoty.
To znamená, že čísla x < |0.11| budou prezentována jako 0.11 a čísla x > |1.00| (což se může
stát, podle odchylky akcelerometru) jsou prezentována jako 1.00. Tím získáme všechna čísla
v požadovaných intervalech < 0.11; 1.00 > a < −0.11;−1.00 >. Takto
”
ořezaná“ čísla pře-
dáváme do metody wheelPosition(). Zde si nejprve zjistíme aktuální rozměry obrazovky.
Ty jsou tedy zjišťovány při každém volání funkce. Při použití herního ovladače se musí
počítat s tím, že nejprve zapneme ovladač v prostředí Windows a poté spustíme hru, která
má zpravidla jiné nativní rozlišení. Dále si uložíme informaci o tom, zda je číslo z kladného
či záporného intervalu. Budeme totiž pracovat jenom s kladným. Pokud je číslo záporné, po
přepočítání hodnot ho pak obrátíme na správnou hodnotu. Následuje interpolace (viz. [3])
hodnoty z původního intervalu na interval < sirkaobrazovky/2; sirkaobrazovky > podle
vzorce uvedeného v kódu 5.9. Získáme tak přesnou pozici kursoru na obrazovce. Samozřejmě
jenom v horizontálním směru, vertikální nijak počítat nemusíme, nemá pro nás význam.
// 0 .11 j e spodni hodnota puvodniho in t e rva lu , 0 .89 j e ce lkova v e l i k o s t
// puvodniho in t e rva lu , fScreenWidth j e s i r k a obrazovky
x = fScreenWidth /2+( fabs ( x ) −0.11) ∗( fScreenWidth /2) / 0 . 8 9 ;
Kód 5.9: Interpolace hodnot mezi intervaly
5.2.4 Tvorba skinů
Součástí serveru je také jednoduchá aplikace pro tvoření skinů kláves. Tato aplikace je
vytvořena třídou QWidget, která je přímo určená pro takové miniaplikace. Při vytvoření
nového skinu je zvolen jeho název, který se pak zobrazí i na straně klienta. U skinu je
možné zvolit libovolný obrázek, který klávesa ponese. Jsou zpracovány obrázky jakých-
koliv velikostí, ale jsou přetransformovány na správné rozměry. Obrázky jsou vkládány
pomocí standardních dialogů pro vkládání souborů QFileDialog. Vybrány mohou být ob-
rázky ve formátech bmp, jpg, png a gif. Jiné nejsou v iPhonu podporovány. Obrázek je
načítán v metodě loadImage(). Dále je možné zvolit barvu popisku klávesy. Výčet těchto
barev je sestaven podle základních barev podporovaných v iPhonu. Jedná se o následující
barvy: blackColor, darkGrayColor, lightGrayColor, whiteColor, grayColor, redColor,
greenColor, blueColor, cyanColor, yellowColor, magentaColor, orangeColor, purple-
Color, brownColor, clearColor. Jsou zde uvedeny jejich přesné názvy, což zjednoduší čtení
skinu na straně klienta.
Z těchto volitelných hodnot jsou pak vytvořeny dva soubory. Jeden konfigurační, který
slouží při načítání skinu a druhý informační, používaný při přenosu dat do iPhonu. Jejich
formát si můžeme prohlédnout v 5.10 a v 5.11. Tyto soubory, společně se zvoleným obráz-
kem, jsou ukládány ve složce programu pro pozdější načtení. Skiny se při spuštění aplikace
načítají metodou loadSkins() a jeden konkrétní skin se zobrazí metodou showSkin().
Vytvořené skiny se tedy ukládají a je možné je opakovaně měnit. Vytvořený skin můžeme
pomocí metody sendSkin() odeslat na iPhone. Ovšem ten musí být v přijímacím režimu.
Pokud tedy zjistíme, že není, uživatel je o tom informován dialogem. Před odesláním jsou
sobory konkatenovány podle vzoru 5.12.
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”KeyboardSkin ; MySkin ; key . png”
// typ skinu + nazev + nazev obrazku
Kód 5.10: Informační soubor skinu
”key . png ; whiteColor ”
// nazev obrazku + nazev barvy
Kód 5.11: Konfiguračni soubor skinu
” i n f o s o u b o r | kon f i gu ra cn i s oubo r | obrazek | ”
Kód 5.12: Formát výsledné zprávy se skinem
V této aplikaci je možné vytvářet skiny jak pro klasickou klávesnici, tak pro kláves-
nici numerickou. Zvolení mezi nimi můžeme provést zakliknutím odpovídajícího tlačítka
QRadioButton. Podle zvolené možnosti se pak soubory skinů ukládají do různých složek.
5.2.5 Tvorba vlastních oken
Druhou miniaplikací, která je součástí serveru, je aplikace pro vytváření vlastních oken s li-
bovolným rozložením tlačítek. Tato aplikace je o něco jednodušší než ta pro vytváření skinů,
především není možné vytvořená okna ukládat na disk a později je upravovat. V tomto pro-
gramu máme mnohem více možností a opakované ukládání všech informací a jejich změna
by už byla náročnější na správu. Vzhledem k tomu, že tato část už není ani součástí zadání,
ale pouze ukázka možností, není to tak velkým problémem. Vytvořené okno je tedy možné
pouze odeslat na iPhone.
Samotné vytváření probíhá opět zadáním názvu, výběrem obrázku pro tlačítka a zvole-
ním polohy okna. Poloha může být landscape (naležato) nebo portrait (klasicky). Obrázek je
velikostně omezen na rozměr 100×100, větší obrázky jsou zmenšeny se zachováním poměru
stran. Po zadání těchto základních informací se nám zobrazí okno třídy DragWidget, do
kterého je možné vkládat nová tlačítka. Tato třída reimplemetuje události vyvolané myší,
které QT podporuje. Stisknutím tlačítka pro vytvoření nového tlačítka se vytvoří instance
třídy AddButtonDialog. To je dialog, ve kterém zadáme popisek tlačítka, jakou klávesu má
reprezentovat, a také zvolíme, zda u tlačítka požadujeme simulaci DirectInput vstupu. Vy-
tvořené tlačítko se nám poté zobrazí ve zmíněném okně DragWidget, kde ho potom můžeme
libovolně přesouvat a určíme tak jeho polohu. Tlačítek je možné vložit libovolné množství.
Ze všech získaných hodnot jsou pak před odesláním opět vytvořeny konfigurační (viz.
kód 5.14) a informační (viz. kód 5.13) soubor. Ty jsou pak spolu s obrázkem převedeny na
odpovídající zprávu (viz. kód 5.12) a odeslány.
”View ; MyView ; key . png”
// typ obsahu + nazev + nazev obrazku
Kód 5.13: Informační soubor okna
”key . png ; b lackColor ; landscape ; 4 ; 1 0 : 1 0 ; 1 0 0 : 1 0 ; 1 0 : 1 0 0 ; 1 0 0 : 1 0 0 ;
btn1 ; btn2 ; btn3 ; btn4 ; 0 x41 ; 0 x42 ; 0 x43 ; 0 x44”
// nazev obrazku + nazev barvy + o r i e n t a c e + pocet t l a c i t e k +
// poz i c e t l a c i t e k + t i t l u k y t l a c i t e k + kody k l4aves




V této kapitole představíme konečnou podobu obou částí projektu a stručně popíšeme
základy ovládání.
6.1 Klient
• Hlavní okno: Z hlavního okna můžeme pomocí šestice tlačítek vstupovat do ostat-
ních částí apikace. V pravém horním rohu je tlačítko, které zobrazí základní informace
o aplikace. Tlačítkem v pravém dolním rohu se dostaneme do nastavení aplikace. Ob-
rázek v dolním levém rohu nás informuje o stavu připojení. Tlačítko More zobrazí
nabídku s vlastními okny. (obr. 6.1)
• Numerická klávesnice: Obsahuje standradní rozložení kláves, které je zvykem na
numerických klávesnicích. V pravém horním rohu je tlačítko pro návrat na hlavní
okno. (obr. 6.2)
Obrázek 6.1: Hlavní okno
Obrázek 6.2: Numerická klá-
vesnice
• Klávesnice: Obsahuje standardní rozložení kláves. Pro kontrolu stisknutých tlačítek
34
je zde textové pole. V pravém horním rohu je tlačítko pro návrat na hlavní okno. (obr.
6.3)
Obrázek 6.3: Klávesnice
• Touchpad: Celá plocha slouží jako touchpad, s vyjímkou tlačítka s funkcí levého
tlačítka myši a tlačítka pro návrat na hlavní nabídku. (obr. 6.4)
Obrázek 6.4: Touchpad
• Herní ovladač: Zde je obsaženo 6 programovatelných talčítek. Tlačítka, ztvárňující
pedály, mají standardně nastaveny šipku nahoru (plyn) a šipku dolů (brzda). Ostatní
tlačítkům se musí funkce nejdříve přiřadit v nastavení aplikace. Opět nechybí tlačítko
pro návrat zpět. (obr. 6.5)
• Myš: V okně zobrazujícím myš jsou podle očekávání levé a pravé tlačítko. Také
můžeme vidět plošku, která znázorňuje kolečko (umožňuje jak scrollování, tak stisk-
nutí kolečka). Tlačítko pro návrat na hlavní okno je na standardním místě. (obr.
6.6)
• Vlastní okna: V tomto okně se nachází nabídka s uživatelem vytvořenými okny. Po
zvolení některého z nich je zobrazeno. Také je zde možnost pomocí posuvného tlačítka
zvolit editační mód pro vlastní okna. Po zobrazení okna je pak možné upravovat jeho
tlačítka pomocí přetahování prstem. (obr. 6.7)
• Nastavení: Zde je tabulka, zobrazující kompletní možnosti nastavení aplikace. Ka-
ždá část je od sebe viditelně oddělena. Můžeme zde nastavovat skiny klávesnice a
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Obrázek 6.5: Herní ovladač
Obrázek 6.6: Myš Obrázek 6.7: Nabídka vlast-
ních oken
numerické klávesnice, výchozí jazyk klávesnice a programovat tlačítka na herním ovla-
dači. Také můžeme hernímu ovladači nastavit, jestli má simulovat tlačítka DirectInput
vstupu, což umožňuje ovládat hry a můžeme zapnout možnost, kdy je pomocí pro-
gramu PPJoy simulován joystick. To nám v závodních hrách umožní zatáčet pomocí
naklánění iPhonu do stran. Také vidíme sekci, ve které se můžeme pomocí zadané IP
adresy připojit k serveru, nastavit automatické připojování a zapnout přijímací mód.
V tomto módu můžeme přijímat data od serveru (skiny a vlastní okna). (obr. 6.8)
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Obrázek 6.8: Nastavení apli-
kace
6.2 Server
• Hlavní okno: Pokud k serveru není připojen klient, jsou zobrazeny dostupné IP
adresy, v opačném případě je zobrazena IP adresa, ke které je klient připojen. Dále
je zde obrázek signalizující připojení. Posledními prvky jsou dvě tlačítka, po jejichž
stisknutí se zobrazí buď editor skinů, nebo editor pro vytvoření okna. Po zavření
tohoto okna není server ukončen, pouze schován do pozadí. Tuto nabídku lze znovu
zobrazit pomocí kontextového menu, které je dostupné z ikony programu, zobrazené
na systémové liště. (obr. 6.9)
Obrázek 6.9: Hlavní okno serveru
• Editor skinů: Toto okno nám umožňuje vytvářet nové skiny, nebo upravovat stá-
vající. Na výběr máme jak skiny pro klasickou klávesnici, tak pro numerickou. Skinu
můžeme nastavit konkrétní obrázek klávesy, náhled vidíme přímo v okně. Dále můžeme
volit barvu popisků tlačítek (zde se musíme orientovat pouze podle názvu barev, kvůli
jednoduchosti aplikace pro tvorbu skinů). Vytvořený skin je možné odeslat do iPhonu.
(obr. 6.10)
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Obrázek 6.10: Editor skinů
• Editor vlastních oken: V tomto okně můžeme vytvářet vlastní okna. Okna není
možné ukládat pro pozdější editaci, pokud ho chceme používat, musíme ho odeslat
na iPhone. Ještě před otevřením editoru vybereme název okna, obrázek pro tlačítko a
orientaci (na výšku nebo na šířku) okna. Následně můžeme přidat libovolné množství
tlačítek, kterým vybereme popisek a klávesu kterou mají reprezentovat. Je možné
nastavit aby fungovaly jako DirectInput tlačítka. Vytvořená tlačítka můžeme myší
přesouvat na libovolnou pozici. (obr. 6.11)




Na závěr můžeme konstatovat, že zadání bylo úspěšně splněno. Výsledkem práce je sku-
tečně univerzální vstupní zařízení PC. Samozřejmě nalezneme i některé nedostatky, jako je
například ne zcela plynulé ovládání kursoru pomocí touchpadu. Pohyb se jeví trhaně, ale
použitelnost není na špatné úrovni. Podobně je na tom i myš. Do určité míry je to daň za to,
že výsledkem mělo být právě univerzální zařízení. Serverová aplikace, která má na starost
simulaci jednotlivých částí, musí zvládat poměrně obsáhlý datový tok a spoustu různých
typů událostí. Kdyby byl například touchpad vyvíjen samostatně, byla by optimalizace
mnohem jednodušší. I přes některé drobné nedostatky je aplikace pro svůj účel velmi dobře
použitelná a v mnoha situacích může posloužit jako velmi užitečný pomocník. V neposlední
řadě také jako zábavný společník, jak dokázaly testy s herním ovladačem, který svoji práci
odvádí výborně.
Práce na tomto projektu mi i mnohé přinesla. Zejména je to seznámení s novým jazykem
Objective-C a prostředím iPhone SDK. Samozřejmě to, že jsem prošel celým procesem
návrhu a vývoje aplikace pro mobilní zařízení iPhone, znamená velice cennou zkušenost.
Zvlášť pro mě, jako pro člověka, který se o toto odvětví zajímá. Mobilní platformy v dnešní
době na trhu neustále sílí a tyto znalosti v budoucnu jistě nebudou zbytečné.
7.1 Možnosti rozšíření
Do budoucna aplikace skýtá mnoho možností pro rozšíření. Lze si představit dva směry,
kterými by se aplikace mohla rozvíjet.
Prvním z nich je rozšiřování jakožto univerzálního ovladače. To znamená optimalizaci
některých funkcí, přidávání nových možností a nastavení. Zajímavé by také mohlo být
rozšíření upravitelnosti aplikace samotným uživatelem. Například umožnit skinování více
částí než jen klávesnice a numerické klávesnice. Také možnosti vytváření nových oken by
mohly být rozšířeny o nové funkce, jako například umožnit využívání akcelerometru v takto
vytvořených oknech atd. Programový kód je psaný srozumitelně a přidávání různých dalších
možností podle již vytvořených schémat nebude nijak komplikované. Například struktura
klientské části dovoluje velmi jednoduše přidávat nová okna s novými funkcemi.
Druhým směrem, kterým by se mohl vývoj aplikace vydat, je oddělení jednotlivých částí
a jejich specializace. Univerzální programy jsou samozřejmě užitečná věc, ale občas nedo-
kážou dostatečně nahradit jednostranně zaměřenou aplikaci. Pro představu si můžeme uvést
například herní ovladač. Z toho by se dala zpracovat skutečně vyspělá aplikace pro ovlá-
dání her. Věřím, že i s ambicemi na komerční úspěch. Kdyby se stávající podoba rozvedla,
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přidala se podpora různých stylů ovládání a upravitelnosti, aby byla aplikace použitelné
pro různé typy her, dostaneme zcela jistě velice zajímavý produkt.
7.2 Srovnání s podobnými aplikacemi
V internetovém obchodě AppStore lze najít několik podobných aplikací. Při jejich celkovém
počtu v řádu stovek tisíc se tomu nelze moc divit, jedná se o poměrně dobrý nápad. Jako
příklad můžeme jmenovat placenou aplikaci Mobile Air Mouse (www.mobileairmouse.com)
nebo neplacenou Logitech Touch Mouse (www.logitech.com/touchmouse). Každá aplikace
nabízí různé možnosti, ale základ zůstává pořád stejný – simulace vstupních zařízení. Moje
aplikace iPC se v některých ohledech zvláště komerčním aplikacím nemůže zcela vyrovnat,
ale to je vzhledem k jejich zpoplatnění pochopitelné. Ale v některých ohledech je iPC
i překonává, jedinečnou vlastností je například možnost vytváření skinů a vlastních oken
s tlačítky, které žádna z výše jmenovaných aplikací neumožňuje. Což pro koncové uživatele
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• Zdrojové kódy programů: složky iPC\project a iPC_Server\project
• Programová dokumentace: složky iPC\doc a iPC_Server\doc
• Spustitelné binární soubory (instalační soubory): složky iPC\bin a iPC_Server\bin
• Instalační soubor programu PPJoy: složka PPJoy
• Instalační manuál a návod k ovládání: soubor Manual.pdf
• Elektronická podoba této práce: složka Text
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