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Abstrakt 
Tato bakalářská práce pojednává o vývoji programu dálkového ovládání 
k experimentálnímu vozidlu CAR4. Jsou zde popsány použité programy jako je Matlab, 
Simulink, Stateflow a další. V práci je popsán i navrhnutý způsob jednotné komunikace. 
Část je věnována samotným hardwarovým úpravám ovladače a návrhu jeho obalu. 
Summary 
This bachelor thesis discusses the control program development for the experimental 
vehicle CAR4. There is also described the designed type of communication as well. 
A part of the thesis is dedicated to electrical hardware changes and enclosure mechanic 
design.   
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Pro snadné řízení všech možných elektronických zařízení přes drony, hračky 
či manipulovatelná ramena se v dnešní době čím dál více využívá bezdrátová 
komunikace. Oproti řízení pomocí kabelu přináší uživateli četné výhody i občasné 
problémy. Je zřejmé, že pro řízení na větší vzdálenosti nebo při velmi členitém povrchu 
by byla kabeláž velkou překážkou.  Existuje několik typů bezdrátové komunikace.  
Jedním typem je optická komunikace využívající například infračerveného záření pro 
řízení menších dronů v interiéru. Z toho plyne omezení v případě intenzivního 
slunečního záření, které by tento signál mohlo narušit. 
Další možností je ultrazvuková komunikace vhodná zejména pro podvodní navádění 
strojů typu ponorek a dalších. 
Mezi nejvýznamnější patří rádiová komunikace, která je využita v této práci. Oproti 
kabelovému řízení může být dosah až několik kilometrů (s využitím správně nastavené 
antény). Signál dokáže procházet skrz určité překážky, avšak ne bez omezení. 
Nevýhoda komunikace však spočívá v možnosti rušení, které přichází z okolních zdrojů 
záření. 
Jako nástroj pro tvorbu firmware ovladače včetně komunikačního protokolu 
je výhodný Kerhuel toolbox v programu Matlab/Simulink. Jedná se o program 
automatického generování kódu pro mikrokontrolery. Možnost generovat strojový kód 
ze simulačního prostředí a jeho nahrání do reálného zařízení je důležité pro tvorbu 
programu, který je výstupem této bakalářské práce.  
Celá práce je rozdělena na dva větší celky pojednávající o hardwaru ovladače 
a o samotném programu vytvořeném v prostředí Matlab/Simulink. Každá tato část 
se ještě dělí na popis faktů či způsobu funkce a na samotnou práci a tvorbu programu. 




2. Seznámení s dálkovým ovládáním CAR4 
2.1. Stav projektu 
Programováním dálkového ovládání pro experimentální vozidlo CAR4 se již zabývalo 
několik studentů. Vždy však zpracovávali jen část řešení nebo výsledek nebyl dokonalý 
pro všeobecné použití. V minulosti byla navržena elektronická deska osazená 
potřebnými komponenty pro řízení. Součástí této práce je rozšíření desky o odporový 
dělič pro měření hodnot baterie či přemístění nebo upravení určitých prvků. Jelikož 
se jedná o úpravy již stávajícího hardwaru, všechny změny byly vždy kompromisem 
mezi tím, co by bylo ideální a tím k čemu je na desce prostor.  
2.2. Popis stávajícího HW 
Současný vzhled dálkového ovládání popisuje obrázek 2.1. Zapojení LCD displeje, 
joysticků, enkodérů a bezdrátového modulu obsahuje příloha 10.1. V horní části 
se nachází čtyřřádkový LCD display s podsvětlením, ovládaný přes 4bitovou paralelní 
sběrnici, která je ovládána třemi signály (RS, R/W, EN). Jeden řádek představuje dvacet 
znaků. Pod displejem jsou umístěny dva enkodéry s tlačítky uprostřed a dva joysticky 
také s tlačítky. Mezi joysticky je šest LED diod. Prvních pět slouží k zobrazení úrovně 
nabití baterie auta (každá znamená dvacet procent). Poslední šestá bliká při poklesu 
napětí baterie ovládání pod dvacet procent. Ve spodní části ovládání se nachází IMU 
(Inertial measurement unit) jednotka sloužící k vyčítání hodnot akcelerometru, 
gyroskopu a magnetometru. Signál sběrnice UART (Universal Asynchronous Receiver 
and Transmitter) je vyveden na bezdrátový modul sloužící pro komunikaci. K modulu 
lze připojit externí anténu pro větší dosah signálu. 
2.2.1. Senzorika 
Pro řízení pomocí náklonů využíváme integrovaný obvod MPU-9150 vybavený tříosým 
gyroskopem, akcelerometrem, externím magnetometrem a jednoduchým teploměrem. 
Senzor obsahuje vestavěný AD (analogově digitální) převodník a výstup reprezentují 
16bitová data. Mezi výhody patří nízká cena a schopnost provádění jednoduchých 
výpočtů z naměřených hodnot. Mezi podporované komunikační sběrnice patří I2C 
(Inter-Integrated Circuit) a SPI (Serial Peripheral Interface). 
2.2.2. Ovládací prvky 
Pro ovládání slouží joysticky obsahující dva potenciometry, které při pohybu joysticku 
mění svůj odpor a tím i výsledné napětí. Jako další ovládací prvek využíváme enkodéry 
typu ZIPPY P-ANP1S. Oba výstupy zpracovává mikroprocesor a jsou dále 
inicializovány v programu Simulink. Jako speciální ovládací prvek slouží IMU 
jednotka. Pro jízdu využíváme dvou os akcelerometru vyčítaných pomocí sběrnice I2C. 
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2.2.3. Bezdrátový modul pro UART komunikaci 
Pro komunikaci využíváme modul HW 86010, což je rádiový modul modemu 
umožňující duplexní1 datový přenos. Umožňuje i přenos hlasu a to na vzdálenost 
až 7 km (dle výrobce) [1]. Vzdálenost dosahu ovlivňuje typ použité antény. Modul 
obsahuje interní anténu, avšak pro komunikaci s CAR4 je využíváno antény externí. 
Nastavení periferií pro UART obsluhuje Kerhuel toolbox v Simulinku. Jako přenosová 
rychlost sériové linky byla zvolena nejvyšší možná a to 115,2 kbit/s. Maximální možná 
přenosová rychlost rádiového kanálu je 250 kbit/s.  
2.3. Komunikace 
Komunikace mezi ovladačem a CAR4 byla dosud řešena pomocí jednoduchého posílání 
hodnot s využitím bloků „Tx-UART“ a „Rx-UART“ z Kerhuel toolboxu. Tato práce měla 
komunikaci zdokonalit pro všeobecné a jasné použití. Celé datové zprávě je nutné dát 
jednotnou formu a přizpůsobit vysílání nejen pro drát, ale i pro bezdrátovou komunikaci 







                                                 
1
  Duplexní komunikace je uskutečněna oběma směry a to ve stejném čase. Lze tedy zároveň 
vysílat i přijímat. 










3. Hardwarové úpravy ovládání 
3.1. Napájení 
Původní napájení ovládání bylo realizováno pomocí externího zdroje. Aby bylo 
umožněno lepšímu manipulování s ovladačem, byla přidána baterie složená ze dvou 
LiPo článků (zapojení v sérii, maximálním napětí 8,4 V). Kvůli zapojení do série bylo 
nutné řešit balancování článků při nabíjení. Nabíječka musí kontrolovat, zda se jeden 
z článků již nepřebíjí a druhý ještě není dobitý. Pro lepší manipulaci je baterie 
připevněna trvale a nabíjení i balancování řešeno pomocí konektoru vyvedeného ven 
z obalu ovladače. Na vývod baterie je zabudován hardwarový vypínač. 
3.2. Napěťový dělič 
Děliče můžeme rozlišovat na nezatížené a zatížené. Zatížený dělič počítá s odporem 
spotřebiče, je tedy více využíván v praxi. Děliče používáme k  získávání výstupního 
napětí, které je úměrné napětí vstupnímu. U děliče získáváme menší výstupní napětí, 
než je napětí vstupní (tedy napětí zdroje). Každý dělič obsahuje dva rezistory 
(popřípadě jeden rezistor a jeden reostat, má-li být jedno napětí volitelné) na nichž 
je neměnné napětí U1 a U2. Při uvažování napěťového odporového děliče je napětí U1 
a U2 závislé na odporu rezistorů. Jednoduše lze říci, že poměr hodnot odporů udává 
jejich napětí. Jednoduché schéma děliče je zobrazeno na obrázku 3.1. 
 
 
Obrázek 3.1: Nezatížený odporový dělič  
Jak již bylo řečeno, hodnota napětí nepřevýší 8,4 V. Hodnoty jednotlivých odporů 
vypočítáme z Ohmova zákona, z něhož po úpravách vyplývá rovnice 3.2: 
 
      
 
     
                                                             
 
Jednou z variant hodnot rezistorů je 10 kΩ a 18 kΩ s poměrem napětí 1:1,8 tedy napětí 
odpovídá 3 V a 5,4 V na rezistorech. Stejné hodnoty dosáhneme, i pokud hodnoty 
odporů zvolíme 22 kΩ a 12  kΩ.  
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Pokud uvažujeme, že proud protékající obvodem má být v rozmezí od (200-500) uA, 




     
                                                                           
 
Pro naše uvedené odpory jsou velikosti proudů v prvním případě 300 uA a v druhém 
247 uA. Čím bude obvodem procházet menší proud, tím bude dělič méně vybíjet 
baterii. V našem případě jsme tedy volili odpory 22 kΩ a 12 kΩ. K eliminaci záchvěvů 
napětí, například při velkém odběru z baterie slouží filtrační kondenzátor, který brání 
nežádoucímu jevu a to kolísání ukazatele nabití baterie. V našem případě jsme použili 
hodnotu 10 uF. Vstup děliče přivádíme přes spínač na baterii a druhý výstup na pin AD 





4. Mikrokontrolér dsPIC 
Pro dálkové ovládání byl použit mikrokontrolér dsPIC33FJ128MC804 vyráběný firmou 
Microchip Technology (USA). Zapojení zobrazeno v příloze 10.1.e. Tato polovodičová 
součástka je založena na Harvardské architektuře, která fyzicky odděluje paměť 
programu, dat a jejich spojovací obvody. Jedná se o 16ti bitový digitální signálový 
procesor (DSP) obsahující instrukční soubor typu RISC (Reduced Instruction Set 
Computing). Obsahuje tedy malé množství strojových instrukcí, které lze provádět na 
jakémkoliv registru. V případě přerušení je odezva velmi rychlá díky konstantní 
prodlevě po vyvolání cyklu. Jednou z hlavních výhod digitálního procesoru vůči 
analogovým obvodům je nízká cena a vysoký výkon.[2] 
 
Taktovací frekvence  80 MHz 
 
A/D převodník  9 (10/12 bitů) 
Paměť FLASH 128 kB D/A převodník 1 
RAM 16 kB  Časovačů 7 
Maximální rychlost 40 MIPS2  UART 2 
Počet digitálních I/O 35  SPI 2 
Počet remapovatelných3 pinů 26  I2C 1 
Pinů celkem 44  
  
Tabulka 4.1: Seznam parametrů dsPIC  
4.1. Architektura a typy DSP 
DSP dokáže zpracovávat velké množství dat paralelně a tím dosahuje velké rychlosti 
výpočtů. Díky rychlé násobičce dokáže řešit operace  násobení s přičítáním a vzniklá 
data lze ukládat do lineárních či kruhových bufferů. Díky tomu pak může během 
jednoho taktu provádět operaci, na kterou by procesor s klasickou architekturou 
potřeboval několik taktů. 
 
DSP se dělí podle použité aritmetiky a to na pracující v: 
 celočíselné aritmetice 
 aritmetice s pevnou desetinou čárkou 
 aritmetice s plovoucí desetinou čárkou 
 
Celočíselná aritmetika naráží na problém převodu reálných čísel na celá. Takto 
pracující procesory obsahují složitější algoritmy, avšak jejich masová výroba je velmi 
levná. 
Procesory s plovoucí desetinou čárkou již neobsahují tak složité algoritmy výpočtů, 
avšak sami o sobě jsou složitější a tím i dražší. 
Kompromisem mezi těmito dvěma typy je procesor s pevnou desetinou čárkou.[3] 
 
                                                 
2
  MIPS - Million Instruction Per Second (česky milion instrukcí za sekundu) je jednotka 
výkonnosti počítače, která udává počet zpracovaných instrukcí za sekundu. Alternativním 
označením je MOPS čili Million Operations Per Second (česky milion operací za sekundu). 
3
 Remapovatelný pin nemá přesně definovanou periferii, která by mu byla přiřazena. 
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4.2. Využité periferie 
4.2.1. Analogově digitální převodník 
Analogově digitální převodník (ADC – Analog to Digital converter) je určený pro 
převod spojitého (neboli analogového) signálu na diskrétní (digitální). Existuje více 
druhů převodníků, avšak princip spočívá ve dvou krocích, kterými je vzorkování 
a kvantování signálu.  
Při vzorkování rozdělíme vodorovnou osu signálu na rovnoměrné úseky, z nichž 
vždy vybereme jen jediný vzorek. Získáme tak určité body, přičemž ztratíme mnoho 
detailů signálu. Čím větší bude vzorkovací frekvence, tím více detailů zůstane 
zachováno. Ukázka vzorkování spojitého signálu je zobrazena na obrázku 4.2. Největší 
chyby lze docílit, pokud je frekvence signálu vyšší než polovina vzorkovací frekvence. 
Tento jev nazýváme „aliasing“ a vede k nenávratnému zkreslení signálu.  
Při kvantování rozdělujeme prostor kolem jednotlivých hodnot na toleranční pásy na 
svislé ose. Vzorku poté přiřazujeme takovou hodnotu, která spadá do tolerančního pásu. 
Kvantování je zobrazeno na obrázku 4.3. Je zde zobrazen i toleranční pás okolo hodnoty 
nula. Jak je patrné, tak kvantované a skutečné hodnoty jsou odlišné. Velikost 
kvantizační chyby je vzdálenost mezi kvantovými a původními vzorkovanými body. 




Obrázek 4.2: Vzorkování signálu [3] 
4.2.2. Sběrnice I2C 
I2C zajišťuje přenos dat mezi integrovanými obvody většinou v rámci jednoho zařízení. 
Komunikace je obousměrná half-duplexní4, vedená po dvou vodičích. Jeden pro data 
(SDA) a druhý pro hodiny (SCL). Oba vodiče musí být implicitně v logické jedničce, 
což zaručují pull-up rezistory, jejichž odpory jsou v řádech kilo-ohmů. Ve většině 
případů je komunikační frekvence hodin 100 kHz. Čím je tato frekvence vyšší, tím nižší 
jsou hodnoty pull-up rezistorů. Zapojení jednotlivých integrovaných obvodů s pull-up 
rezistory nastiňuje obrázek 4.4.[5] 
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 Half-duplexní komunikace umožňuje komunikaci vždy jen jedním směrem v jednom 
časovém okamžiku. Lze přijímat, ale ne vysílat a obráceně. 
 




Obrázek 4.4: Periferie I2C (převzato z [4]) 
Při běžném zapojení je jeden z integrovaných obvodů (většinou mikrokontrolér) 
nastaven jako MASTER a všechny ostatní jako SLAVE. Při přenosu master generuje 
hodinový signál, jeden čip vysílá a ostatní přijímají a podle adresy určují, zda jsou data 
určena jim.  Stejnou adresu musí mít definovaný i vysílací čip. Pro přenos je nutno 
vygenerovat tzv. start bit a to tak, že se změní úroveň SDA z logické 1 na 0 a SCL 
zůstává v log. 1. Data jsou poté přenášena po jenom bytu. Pro ukončení přenosu 
je generován tzv. stop bit tak, že se úroveň SDA se změní z 0 na 1 a SCL stále zůstává 
v log. 1. Tento bit je však generován jen v okamžiku nepotvrzení přenosu, tedy pokud 
je ACK (acknowledge) v log. 1. Potvrzující bit ACK slouží pro potvrzení přijmutí 
zprávy. Tento bit generuje čip, který přijímal, nikoli ten co odesílal. Pokud se přenos 
uskutečnil v pořádku, je ACK v log. 0. Tím také čip vyjadřuje připravenost pro další 
přijetí zpráv. Při selhání přenosu odesílá logickou 1.[5] 
4.2.3. Asynchronní sériová komunikace UART 
Při tomto typu komunikace jsou jednotlivé znaky vysílány samostatně a to s různým 
časovým odstupem mezi sebou. Na rozdíl od synchronní komunikace kde jsou data 
vysílána jako celý blok znaků bez časových odstupů a bez určení začátku či konce. 
Přijímač musí rozpoznat začátek a konec zprávy a to pomocí tzv. start-bitu a stop-bitu. 
Příchodu start-bitu mění logickou hodnotu na lince z původně klidového stavu do 
opačného stavu. Stop-bit nenese žádnou informaci, reprezentuje jen jakousi časovou 
prodlevu před přijetím dalšího znaku.  
Rychlost přenosu je 115200Bd5. Přenosová rychlost je vždy nižší než baudová 
rychlost, protože ke každým osmi datovým bitům se navíc přenáší ještě start-bit, jeden 
nebo dva stop-bity a případně také paritní bit. 
Za vlastními datovým rámcem může následovat tzv. paritní bit. Parita slouží pro 
kontrolu chyb vzniklých při komunikaci. Nejjednodušším typem parity je lichá nebo 
sudá parita. V datovém řetězci se určí počet jedniček při odeslání a ten musí odpovídat 
součtu při příjmu. Pokud je tento počet jedniček lichý, jedná se o lichou paritu a opačně. 
Příjemce musí vědět, zda jsou odesílána data se sudou či lichou paritou.  Pokud parita 
nesouhlasí, je jasné, že došlo k chybě v přenosu. Tento způsob kontroly však není příliš 
dostačující. 
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Další možností kontroly je tzv. kontrolní součet, který se provádí například jako součet 
modulo
6
 28 nebo 216, tj. výsledkem je kontrolní součet o délce jednoho nebo dvou 
bytů.  
Nejbezpečnější formou je však cyklický kód neboli CRC (Cyclic redundancy check). 
Pro výpočet se používá tzv. generující polynom, na kterém musí být odesílatel i přímce 
předem dohodnutý. Nejčastěji používaným polynomem je  x16 + x12 + x5 + 1. Tento 
způsob odhalí chyby ve větším počtu bitů s přesností 99,9984 %. 
K samotnému přenosu slouží signály Rx (přijímaná data) a Tx (odesílaná data). 




Obrázek 4.5: Přenos bitů pomocí sběrnice UART. 
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Program pro dálkové ovládání je napsán v programu Matlab/Simulink (verze 2012b) 
za pomoci Stateflow a Kerhuel toolboxu. Samotný program Matlab vyvíjí společnost 
MathWorks. Matlab umožňuje řešit matice, kreslit 2D a 3D grafy, počítačovou 
simulaci, analýzu dat a další. 
Simulink tvoří podprogram Matlabu, který se spouští příkazem. Jde o interaktivní 
prostředí pro tvoření simulací pomocí bloků a propojovacích cest. Obsahuje velmi 
širokou knihovnu pro nejrůznější obory a zaměření. V našem případě využíváme 
základní knihovnu Simulinku a knihovnu Stateflow.  
5.1. Kerhuel toolbox 
Kerhuel toolbox [8] slouží pro nastavení a obsluhu mikrokontrolerů PIC a jejich 
periferií (SPI, UART, ADC, atd…). Jde o volně dostupný blockset pro Simulink. 
Obrázek 5.1 zobrazuje knihovnu toolboxu Kerhuel. 
 
 
Obrázek 5.1: Základní bloky Kerhuel toolboxu [8] 
5.1.1. Blok dsPIC MASTER   
Blok „dsPIC Master“ musí obsahovat každý model, je tedy nejdůležitějším blokem 
vůbec. Slouží pro výběr mikrokontroleru a jeho nastavení. Zpravidla je vkládán jako 
první kvůli kompatibilitě s ostatními bloky požadujícími znalost mikrokontroléru. 
Mimo použitého mikrokontroléru obsahuje nastavení oscilátoru, časovače a další. 
5.1.2. Blok Compiler Configuration  




5.1.3. Blok Ports info  
„Ports Info“ udává informace o využitých pinech a jejich funkcích. 
5.1.4. Blok Digital I/O 
Bloky slouží pro načítání digitálních vstupů/výstupů z pinů (poslední hodnoty) a jejich 
nastavení. Obsahuje bloky „Digital Input“, „Digital output read“ (pro načítání stavů 
digitálních vstupů a výstupů) a „Digital output write“ (pro nastavení stavu digitálních 
výstupů). 
5.1.5. Blok Peripheral I/O 
Pomocí tohoto bloku lze nastavit čtení z AD převodníku, generování PWM 
(s časovačem i bez) a měření délky pulsů PWM. AD převodník umožňuje nastavení ve 
dvou módech: 
Continuous Sampling and get last channel value: v tomto režimu běží AD 
převody neustále na maximální rychlost a program si vždy bere poslední aktuální 
hodnotu. Tím je zajištěno, že vypočet má k dispozici vždy aktuální hodnotu. 
Continuous Sampling get output vector: v tomto režimu běží AD převody 
pomaleji, tak aby byly jednotlivé vzorky naměřeny rovnoměrně. 
Pro generování PWM slouží blok „Output Compare“. Před jeho umístěním je vhodné 
nastavit piny v bloku „PIN Mapping“. Vstup do bloku musí být přepočítán podle 
rovnice 5.2: 
 
      
      
          
                                                             
 
kde Tset je požadovaný čas (perioda / délka hrany) v sekundách, OCkmax je konstanta 
automaticky počítána MATLABem dostupná z workspace a MaxChannel je hodnota 
zadaná v dialogu v MaxChannel. 
5.1.6. Blok Serial Port  
Slouží pro nastavování periferie UART (sériová linka). Obsahuje bloky pro příjem dat 
po sériové lince „Rx input“ (uint8) a pro odesílání dat „Tx Output“ (uint8). Dalším 
blokem je „UART Configuration“ pro nastavení parametrů sběrnice UART. Lze nastavit 
jaký UART chceme využívat (pokud mikrokontroler obsahuje více rozhraní pro 
UART), určit Rx a Tx pin a baudrate (rychlost přenosu). Díky zadaným parametrům 
blok určí maximální počet bytů vhodných pro přenos v jednom kroku simulace, tzv.: 
step. Data mohou být odesílána i do prostředí Matlab a zobrazovat je. 
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5.1.7. Blok SPI Port 
Nastavení periferie SPI pro příjem a odesílání dat. Lze volit mezi inicializací na začátku 
programu či měnit konfiguraci za běhu programu. Slouží také k nastavení pořadí 
vykonávání kódu. Tento port lze řídit pomocí přerušení. 
5.1.8. Blok BUS I2C 
Blok pro příjem a odesílání dat přes I2C sběrnici. Nastavení inicializace a komunikační 
sekvence: 
 
S: generuje startovací řetězec pro I2C komunikaci. 
Sr: generuje re-startovací řetězec pro I2C komunikaci. 
P: generuje stop řetězec pro I2C komunikaci. 
A a Axxx: adresní řetězec, pokud není adresa přímo zadaná desítkově soustavě 
za A (xxx), objeví se na bloku vstup pro adresu. 
W a Wxxx: řetězec pro zápis, pokud není hodnota přímo zadaná desítkově 
za W (xxx), objeví se na bloku vstup pro data. (uint8) 
R a Rnack: řetězec pro načtení dat (uint8). Samotné R vygeneruje acknowledge 
(potvrzeni). Rnack potvrzení nevygeneruje. 
Přiklad sekvence: ‘S A125 W R R P‘ 
5.1.9. Blok OTHERS  
Obsahuje další doplňkové funkce jako měření doby řešení příkazů, získávání stavu 
časovače, reset mikroprocesoru a volání C funkce. 
5.1.10. Blok PIN Mapping  
Jelikož dsPIC nemá nutně definované piny, na kterých se periferie musí provozovat, 
slouží tento blok pro obsluhu remapovatelných pinů, které mikrokontrolér namapovává 





Stateflow obsahuje pouze dva základní bloky a to „Chart“ a pravdivostní tabulku. 
„Chart“ slouží jako samotné prostředí Stateflow do kterého můžeme přivádět i odvádět 
data ze Simulinku. V samotném bloku „Chart“ lze nastavit jednotlivé události a to buď 
lokální, vstupní nebo výstupní. Pro editaci dat a událostí poté slouží záložka „Model 
Explorer“. Celkový diagram tvoříme pomocí: 
 State – tvoří nový stav, do kterého je možno zapisovat příkazy. 
 History Junction – při paralelním řešení si pamatuje poslední aktivní stav. 
 Deafault Transition – určuje výchozí stav. 
 Connective Junction – slučuje a rozděluje přechody mezi stavy (pro 
vyhodnocování více podmínek za jeden krok programu, urychluje 
a zjednodušuje program). 
 
Mezi základní příkazy patří: 
 Entry – vykonán při vstupu do stavu. 
 During – při opakovaném vstupu do stavu, kdy stav nebyl neaktivní.  
 Exit – vykonán při deaktivaci stavu. 
 On every (n,event_name) – provádí funkci každých n tiků/sekund/milisekund. 
 
Příkazů existuje více, ale pro naše účely jsou tyto postačující. Pomocí příkazů můžeme 
také ovlivňovat přechody mezi stavy, tzv.: podmínky přechodu: 
 [podmínka] – přechod proveden jen při splnění této podmínky. 
 /příkaz – pokud nedojde k přechodu, je proveden tento příkaz. 
 {příkaz} – při splnění podmínky přechodu je proveden příkaz. 
Při psaní programu můžeme tvořit subsystémy a lze provést i jejich dekompozici.[9]  
5.2.1. Ukázka jednoduchého programu 
Jak vypadá jednoduchý program v rozhranní Stateflow  ukazuje obrázek 5.3. Lze vidět 
stavy a přechody mezi nimi s různými podmínkami. V ukázce vystupuje i blok pro 
volání funkce obsluhující LED diodu. Při stavu poruchy vyvede signál na výstup pro 
rozsvícení LED, který je spolu s dalšími zobrazován ve výsledném grafu (scope). Oba 
stavy pracují paralelně (čárkované ohraničení). „Deafault Transition“ (osamocená 
šipka) určuje výchozí stav (první prováděný stav při vstupu do bloku). Hranaté závorky 
v přechodech oznamují, že přechod je prováděn právě za této podmínky. Příkaz „entry“ 
je prováděn při každém vstupu do stavu na rozdíl od příkazu „on every“, který 
je prováděn několikrát za dobu trvání obsluhy stavu dle zvoleného časového rozmezí 
programátorem. Obrázek 5.4 poté ukazuje implementování Stateflow do rozhraní 
Simulink pomocí bloku „Char“, na kterém jsou patrné vstupy a výstupy a jejich 
obsluha. Nastavení vstupů, výstupů a lokálních poměných tzv.: „event“ (znak blesku) 






Obrázek 5.3: Ukázka jednoduchého programu ve Stateflow 
 
Obrázek 5.4: Ukázka jednoduchého programu v Simulinku 
 
 























6. Vlastní program 
Při tvorbě samotného softwaru bylo využito kompatibility jazyka C, programu 
Matlab/Simulink, jejich toolboxu Kerhuel a knihovny Stateflow. Ne vždy však tato 
kombinace byla optimální. Kvůli automatickému generování kódu nelze vše vyřešit 
jednoduchým C kódem. V příloze 10.2 je manuál popisující fungování ovladače. 
Výhodou Stateflow je jeho jednoduchost, nenáročnost na čas psaní programu 
a znalost složitých zápisů programovacích jazyků. Pro správné fungování musí být 
proměnné vstupující či vystupující ze Stateflow kompatibilní s programem Simulink. 
Bylo nutno vytvořit seznam všech těchto proměnných a jejich parametrů. Vedle 
proměnných je nutno speciálně inicializovat i použité funkce psané v jazyce C 
a využívané v přechodových stavech Stateflow. Záleží, zda tyto nevýhody nepřevyšují 
výhody jednoduchosti samotného Stateflow. 
V rozhraní Simulink je největší výhodou využití toolboxů Kerhuel, který obsluhuje 
periferie typu I2C, UART, ADC a další. Tyto periferie tedy lze obsluhovat bez větší 
znalosti jejich programování. Kerhuel toolbox generuje C kód pro nastavení periferií, 
v kterém lze případně provádět změny. Ovšem toto nastavení se přepíše při každém 
novém generování kódu. 
6.1. Struktura programu 
Strukturu stavů ve Stateflow popisuje blokové schéma 6.1. Celkový náhled programu 
obsahuje příloha 10.3. Vedle samotné struktury programu náleží do rozhraní Stateflow 








































on every(100,tick): Light_off(batery). 
 
Zjednodušené schéma programu v Simulinku zobrazeno na 6.2. Červeně jsou označeny 
vstupy, proměnné a převodníky, které vstupují do Stateflow. Modrá znázorňuje 
komunikaci, která jako jediná ze Stateflow vystupuje. Celkový náhled obsahuje příloha 
10.5. Program také obsluhuje, dle vstupujících proměnných, LED diody. Další bloky 
obsluhují inicializace a nastavení potřebných proměnných a parametrů. Celý program 
je spuštěn ve smyčce, která se vykonává 1000krát za sekundu. Pro naše účely 


















6.2. Popis programu ve Stateflow a C kódu 
6.2.1. Inicializace parametrů 
Vstupním stavem při zapnutí ovladače je inicializace parametrů. Obsahuje funkci 
pro vypsání stavu inicializace na displej a nastavuje potřebné lokální proměnné a jejich 
parametry. Jsou to nulové hodnoty joysticků, akcelerometrů, dead zóny, násobící 
koeficienty směrů a rychlostí, hodnoty pro měření úrovní nabití baterie, nulování 
enkodéru, módu řízení a další. Po provedení všech těchto inicializací program přechází 
do dalšího stavu. 
6.2.2. Kontrola baterie 
Kontrolu zda není baterie příliš vybitá lze využít až po inicializaci parametrů, kdy 
můžeme s jistotou vyčíst skutečnou hodnotu napětí baterie. 
 
Funkci pro kontrolu napětí ve Stateflow voláme takto:  
 
Blokové schéma 6.2: Strukta programu v Simulinku 
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Samotná funkce v C kódu vypadá následovně: 
 
_TRISC9 = 0 nastavuje port C9 jako výstup pro ovládání podsvětlení. V klasickém 
režimu ovládá podsvětlení uživatel pomocí funkce „button“. To lze pouze, pokud 
je baterie dostatečně nabita. „Button“ je klasická C funkce obsluhující tlačítko levého 
joysticku pro manuální zapínání a vypínání podsvětlení. Pokud baterie klesne pod 
dvacet procent, podsvětlení se automaticky vypíná a nelze jej zapnout. Při plném vybití 
baterie zavolá procesor funkci „discon“ pro vypnutí LCD displeje, ukončení prací 
procesoru a uvedení ho do modu „sleep“ pomocí volání assemblerovské funkce 
„asm("PWRSAV #0")“. Do dalšího stavu se přechází za předpokladu dostatečně nabité 
baterie. Samotnou funkci na kontrolu nabití baterie voláme opakovaně v každém módu 
řízení. 
6.2.3. Výběr převodu a módu řízení  
Po inicializaci a kontrole baterie následuje menu pro výběr převodu rychlosti (lze volit 
ze tří módů, dle zkušeností obsluhy) a způsobu ovládání (joystick, akcelerometr, 
enkodéry, manuální parkování, parkovací asistent). Strukturu zobrazuje výřez 
blokového schématu na obrázku 6.1 a samotný Stateflow subsystém na obrázku 6.3. 
Posunutí ve výběru provádíme pomocí tlačítka na pravém joysticku a potvrzení 
tlačítkem na pravém enkodéru. Tyto menu jsou tvořeny velmi podobnými funkcemi 
v jazyce C, které do Stateflow vracejí námi zvolené hodnoty. Ukázka funkce pro výběr 
převodu, kde je voláno vypisování na displej pomocí funkce Menu_start, je zobrazena 
na konci této podkapitoly. Podobným způsobem je řešena i funkce pro výběr módů 
řízení. Po potvrzení obou těchto parametrů je pomocí rozhodovacích cest ve Stateflow 





void Light_off (unsigned int batery) 
{ 
    _TRISC9 = 0; 
    if (batery<3150)  discon(); 
    else if (batery<3200) PORTCbits.RC9 = 0; 











if (PORTCbits.RC4 == 1)                    





 if (cursor_pos == 3)                    
 { 
  cursor_pos = 1; 
 }   
 else cursor_pos++;                      
   
 Cursor_print(0,cursor_pos,'>');  
 Cursor_print(12,cursor_pos,'<');  
              
 while (PORTCbits.RC4 == 1);               









Ukázka funkce pro výběr převodu: 
6.2.4. Módy řízení 
Samotné řízení pomocí joysticků je uskutečněno stavy ve Stateflow. Z vyčítaných 
hodnot je vypočtena výsledná rychlost a směr jako výstup pro Simulink. Na displeji 
je zobrazováno základní menu s popisem ovládání a výslednými hodnotami směru, 
rychlosti, vybraného převodu a stavu baterie. K tomu využíváme funkce výpisu 
v jazyku C. Pomocí levého enkodéru je umožněno přejít do dalšího menu a zase zpět. 
Zde se již zobrazuje aktuální rychlost auta v kilometrech za hodinu, hodnota nabití 
baterie auta a grafický ukazatel směru jízdy. Grafické menu na displeji 
zobrazují obrázky 6.4 a 6.5.  
Pro návrat do stavu výběru ovládání je vytvořen přechod, reagující na tlačítko levého 
enkodéru. Při tomto přechodu se nuluje výběr módu řízení. Z módu řízení lze také odejít 
do takzvané pauzy při stisknutí obou tlačítek enkodérů. V tomto stavu se automaticky 
ukončí komunikace, vypne se podsvětlení a ovladač čeká na akci tlačítka pravého 
enkodéru. Pokud tak není učiněno v nastavené době, ovladač přechází do módu „sleep“ 
kde vypíná displej i procesor. Pro rychlou změnu převodu rychlosti bez přecházení do 
uživatelského rozhraní může uživatel využít tlačítko pravého enkodéru. Převod 
rychlosti se skokově mění vždy o jedna nahoru či dolů (1-2-3-2-1).  
Řízení pomocí enkodéru je prakticky totožné. Rychlost je ovládána pomocí 
joysticku, jen směr je určován otáčením enkodéru. Z testování vyplývá, že tento mód 
není pro precizní řízení zcela praktický. Výhodou při využívání enkodérů 
je zobrazování natočení rovnou ve stupních náklonů kol. 




 unsigned char cursor_pos = 1; 
double counter;  
 _TRISB2 = 1; 
_TRISC4 = 1;  
 delay_ms(2000);  
 
 void Menu_start(void)  
 { 
 sendStr("====Vyber prevod===",00); 
 sendStr("> 1.pomalu  <      ",01); 
 sendStr("  2.stredne        ",02); 










  Obrázek 6.4: Základní menu pro řízení    Obrázek 6.5: Menu s hodnotami z CAR4 
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V případě módu pro parkování zůstává opět struktura podobná. Na displeji 
se zobrazuje jen základní menu. Lze zde však nastavovat směr obou náprav pomocí 
obou enkodérů a to s vyšší přesností než u klasického řízení s využitím enkodéru. Jeden 
krok enkodéru zde odpovídá dvěma stupňům natočení kol. 
V módu s řízením pomocí akcelerometru procházíme přes menu, kde řidič 
optimalizuje nulovou polohu. Poté lze pokračovat. Pro bezpečnost řízení je zapnutí 
a vypnutí rychlosti umožněno tlačítkem na pravém joysticku. Opět lze přecházet mezi 
dvěma menu zobrazení a pauzou. Směr určuje náklon z leva doprava a rychlost 
náklonem dopředu a dozadu. Samotný program tedy vyčítá hodnoty z os y a x 
akcelerometru. 
Při automatickém parkování musí být splněny pokyny ze zobrazené tabulky, až poté 
začne program sám parkovat. Na displej jsou vypisovány aktuální akce auta a po 
dokončení parkování se systém vrací do menu pro výběr rychlosti převodu a řízení. 
I z tohoto módu lze přejít do pauzy i z ní odejít. 
Celkovou zjednodušenou hierarchie přechodů od inicializace po výběr jednoho menu 
(zde vybráno řízení pomocí joysticků) ukazuje obrázek 6.5. Obsah samotného 















Obrázek 6.5: Přechody programu pro výběr módu řízení Joy 
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6.3. Popis programu v Simulinku s využitím 
toolboxu Kerhuel 
6.3.1. Inicializace 
Všechny využité periferie musí být inicializovány svými základními bloky. Jedná 
se především o UART, I2C, AD převodník a další. Jako nejdůležitější inicializační blok 
vystupuje „dsPIC Master“ popsán v kapitole 5.1.1. Nemusíme ani nastavovat 
maximální rychlost 40 MIPS jelikož celé ovládání bez problémů běží na polovině této 
rychlosti. Dalšími samostatnými bloky jsou například „Data Store Memory“ obsluhující 
využívané globální proměnné v Simulinku. Vždy při spuštění musíme volat základní 
nastavení LCD displeje definované v jazyce C, pomocí bloku „C Function Call“.  
6.3.2. Obsluha LED 
V Simulinku je možno díky digitálním výstupům obsluhovat LED diody. Na ovladači 
se jich nachází šest. Prvních pět slouží pro znázornění nabití baterie auta, které posílá 
auto přímo v procentech. Poslední šestá LED slouží pro signalizaci vybití baterie 
ovladače. 
6.3.3. Digitální vstupy 
Digitálními vstupy jsou zde myšleny piny, přivádějící digitální signál z tlačítek 
joysticků a enkodérů. Signál jdoucí z joysticků se pro správnou funkci musí negovat, 
jelikož jejich osazení na základové desce přivádí při neaktivním tlačítku logickou jedna 




(Quadrature Encoder Interface peripheral) značí rozhraní pro nastavování periferií 
kvadratických enkodérů. V bloku musíme nastavit dva vstupní piny vedoucí signál 
z enkodérů. Lze nastavit rozsah jedné otáčky a vynulování enkodéru při vstupu určité 
hodnoty do bloku. Tato hodnota je zpětnou vazbou získávána ze Stateflow a předávána 
pomocí bloku „Data Store Memory“. Před každou potřebou využití enkodéru je nejdříve 
resetován na počáteční nulovou hodnotu. Přivedení signálu z enkodérů do Stateflow 
znázorňuje obrázek 6.6.  
Obrázek 6.6: Schéma zapojení enkodérů 
 
29 
6.3.5. AD převodník 
Pro vyčítání hodnot osy x a y z joysticků a hodnoty z děliče pro kontrolu baterie 
je využíván dvanáctibitový AD převodník. Hodnoty se dále zpracovávají ve Stateflow 
s výjimkou napětí děliče.  Zde je nutná úprava šumu, pomocí průměrování více hodnot 
za určitou časovou jednotku a to pomocí bloku „delay“ a příslušné funkce pro průměr 
viz obrázek 6.7. Lze tak docílit větší přesnosti vyčítání a nechtěného oscilování 
hodnoty. Výpočet okamžité hodnoty je tím opožděn, což je nechtěné v případě zapínání 
ovladače a kontrole dostatečného nabití. Kontrola nabití se tedy nesmí provádět před 
ustálením hodnoty, jinak by hrozilo samovolné vypínání ovladače po každém spuštění. 
 
Obrázek 6.7: Subsystém pro filtrování hodnot 
6.3.6. I2C 
Periferie I2C slouží pro vyčítání hodnot z IMU jednotky. V samotném bloku pro I2C 
nastavujeme hodnoty pinů, na které jsou přivedeny vodiče SCL (Session Control layer) 
a SDA (Swappable Data Area). Podle jednoduchého kódu určujeme, jak má přenos dat 
vypadat. Nejprve určíme adresu, kam budeme data posílat, poté jejich velikost 
a odešleme. Jelikož IMU jednotka slouží jako akcelerometr, gyroskop i magnetometr 
zároveň, vyčítá I2C všechny tyto hodnoty zároveň. Proto je nutné provést jejich 
rozdělení a oddělit požadované hodnoty. V ovladači je naprogramováno řízení podle 
akcelerometru. K tomuto módu postačují hodnoty z osy x a y. Z [1] víme, jak jsou 
jednotlivé hodnoty vysílány po sobě. Proto víme, že hodnota z osy x se vysílá jako první 
a osa y jako druhá. Pro data vystupující z I2C byl tedy vytvořen selektor, který dále 
propouští právě jen požadovaná data dle námi zadaných vstupních parametrů. Tato 
požadována data jsou dále upravena podobně jako při vyčítání hodnoty nabití baterie. 
Jsou tedy postupně načtena a průměrována, aby se zabránilo náhlým a velkým změnám 
hodnot. 
6.3.7. Tx UART 
Pro komunikaci mezi dálkovým ovládáním a CAR4 slouží bloky Kerhuel toolboxu pro 
UART. Pro odlehčení procesoru nejsou zprávy posílány stále, ale jen při změně. Pokud 
se přijímané hodnoty liší, vrací blok „Matlab function“ logickou jedna. Tato hodnota 
poté vstupuje do subsystému, který provádí vnitřní algoritmy jen za předpokladu 




Obrázek 6.8: Způsob komunikace 
 
Jak je již patrné tento subsystém obsluhuje posílání zpráv. Data vystupující ze 
Simulinku jsou vnořena do předem připravené struktury zprávy. Samotnou zprávu tvoří 
opět blok „Matlab function“, do kterého kromě dat vstupuje i identifikátor. ID slouží 
pro určení typu zprávy. Každá odesílaná data mají svoje jedinečné ID. Na obrázku 6.9 
jsou vstupujícími daty výstupní směr a její ID je D, R, S (v ascii7 kódu 68, 82, 83).  
 
Obrázek 6.9: Obsah rozhodovacího Subsystému 
 
Samotná odeslaná zpráva pomocí „Matlab function“ je ve tvaru: 
 
 
Z hlediska přehlednosti zápisu v dokumentu není zápis zcela korektní. Identifikátor 
směru by měl být uveden třikrát vždy s daným číslem prvku ID. Formát datové zprávy 
zobrazuje schéma 6.10. Jako počáteční znak je vždy „#” (v ascii 35) a jako koncový 
znak musí být vždy „$“ (v ascii 36). Jelikož jsou data znaménkového typu int16 musí se 
pomocí funkce „typecast“8 převést na neznaménkový typ uint8, který je schopen blok 
UART vysílat. Pro větší přehlednost zprávy nejsou jednotlivé bity vysílány jako číslo, 
ale jako znak. Pro to je využívána funkce „Dec2ASCII“, která převádí dekadická čísla 
na znaky ascii. Tato funkce tvoří vždy z jednoho čísla dva znaky, proto je celková 
velikost odeslaných dat 4x8 bitů.  
 
# S P D 1.D 2.D 3.D 4.D 1.K 2.K 3.K 4.K $ 
Schéma 6.10: Schéma uspořádání zprávy po jednotlivých bajtech (modře počáteční 
a koncový znak, fialově ID, oranžově data 1-4.D, růžově bajty kontroly 1-4.K) 
                                                 
7
 Ascii - American Standard Code for Information Interchange, jde o kódovou tabulku, která 
definuje znaky anglické abecedy 
8
 Typecast slouží pro přetypování. Zde vytvoří z jediného čísla typu int16 dvě čísla uint8 
Message1 = uint8(zeros(1,13)); 
Message1(1,1:13) = uint8([ZPRAVA]); 




Využití funkce „typecast“ a „Dac2ASCII“: 
 
 
Funkce „Fletcher“ je zde využívána pro kontrolu komunikace jako kontrolní součet.  
Tento součet je přepočítáván jen z přijatých dat bez ID, počátečního a koncového 
znaku. Musí se vždy shodovat v přijaté i odeslané zprávě, jinak se zprávy zahodí. 
Samotný signál obsahující celou zprávu vstupuje přes blok „Rate transition“, který 
mění frekvenci přenosu signálu z 1 kHz na 100 Hz, do bloku „Tx UART“, který již sám 
obsluhuje veškerý přenos. Změna frekvence je zde nutná kvůli rychlosti přenosu, která 
při 1 kHz způsobovala velkou chybovost.  
6.3.8. Rx UART 
V případě přijímání dat již stačí blok „Rx UART“ pouze jeden pro všechny zprávy. 
Přijímá všechny zprávy bez ohledu na jejich správnost či ID. Data jsou přijímána bit po 
bitu a vysílány z bloku „Rx UART“ do dvou bloků „Matlab function“. Všechny tyto 
bloky obsahuje subsystém vracející logickou hodnotu po provedení funkcí spolu 
s blokem „Do-While“. Opakování bloku je nastaveno na dvacet a znamená, že pokud za 
dvacet znaků nepřijde požadovaný koncový znak, celá zpráva se zahodí a buffer 
vymaže. V prvním bloku „Matlab function“ jednoduše hledáme konečný znak „$“.  
 
Způsob hledání koncového znaku: 
 
 
Dokud tento znak nepřijde, načítají se všechny znaky do bufferu, který je obsloužen 
v druhém bloku „Matlab function“. Po přijetí celé zprávy je její obsah uložen do 
globální proměnné „UART1Message“. Teprve pokud je zaručeno, že došel koncový 
znak a zpráva je uložena, celý tento subsystém vrátí logickou jedna, viz obrázek 6.11. 
 
Obrázek 6.11: Obsah přijímacího subsystému 
Jak již bylo zmíněno, výstupem ze subsystému při přijetí zprávy je logická jedna. Tento 
signál vede do subsystému s jedinou „Matlab function“, která je prováděna pouze za 
předpokladu vstupující logické jedničky. Obsluha funkce přeloží data z ascii znaků zpět 
function cont  = fcn(Byte_in) 
 cont = not((Byte_in == 0) | (Byte_in == 36)); 
end 
 
t1 = typecast (outdir,'uint8'); 
T1a = t1(2); T1b = t1(1); 
[F1, F2] = Fletcher ([T1a, T1b], 1, 2); 
[DATA1a, DATA1b] = Dec2ASCII(T1a); [DATA1c, DATA1d] = Dec2ASCII(T1b); 




na čísla a vypočte jedinečné ID. Data se přiřadí příslušným globálním proměnným až po 
kontrole správnosti zprávy (funkce „Fletcher“) a po přiřazení ID.  
 





  global UART1Message; 
  global BATTERY; 
  global SPEEDCAR; 
  global PARK; 
 
  CommandID = int16(UART1Message(2:4)); 
  DATAH = ASCII2Dec(UART1Message(7), UART1Message(8)); 
  DATAL = ASCII2Dec(UART1Message(5),UART1Message(6)); 
  FCH1 = ASCII2Dec(UART1Message(9),UART1Message(10)); 
  FCH2 = ASCII2Dec(UART1Message(11),UART1Message(12)); 
  [CH1, CH2] = Fletcher([DATAL, DATAH], 1, 2); 
  ID = command_come(CommandID); 
 
 function ID = command_come(help_id)               
  some = int16(0);              
   for i = 3:-1:1 
    some = int16(some + help_id(i)*2^(3-i)); 
   end 
  ID = int16(some); 
 end     
 
 if ((FCH1 == CH1) && (FCH2 == CH2)) 
  POST_DATA = int32(DATAL) * 256 + int32(DATAH);    
   if (POST_DATA > 32768) 
       POST_DATA = (POST_DATA - 65536); 
      switch ID 
       case 580     % bat 
       BATTERY = POST_DATA; 
       case 560      % speed 
       SPEEDCAR = POST_DATA; 
       case 532      % park 
       PARK = POST_DATA; 
      end 







7. Návrh konstrukce krytu 
Poslední část této bakalářské práce se zabývá návrhem a realizací krytu ovladače 
navrženém v programu Inventor 2015. Kryt by měl sloužit nejen pro zlepšení odolnosti 
a bezpečnosti při manipulaci s ovladačem, ale také pro zlepšení ergonomie 
a ovladatelnosti při řízení. 
Pro navržení krytu bylo nutné vytvořit model desky plošného spoje ovladače 
v programu Inventror. Poté kryt složený ze dvou částí sešroubovaných dohromady. 
Menší otvory pro vypínač či anténu lze přesně vyříznout až při finální kompletaci. 
Spodní část krytu je pevně spojena s deskou plošných spojů.  
 





V této bakalářské práci byly splněny všechny body stanovené v zadání. Nejprve bylo 
nutné seznámit se se současným stavem a principem fungování dosavadního dálkového 
ovládání a zjistit, co lze upravit a doplnit. Příkladem je odporový dělič, externí anténa 
(kvůli své velikosti nakonec nepoužita), či přidání šroubků pro uchycení do krytu. Bylo 
nalezeno ideální místo pro uchycení IMU jednotky ve spodní části ovladače. Jako 
baterie byly zvoleny dva LiPo články o maximálním napětí 8,4 V pro svoji spolehlivost 
a výdrž (popsáno v kapitole 3).  
Dále bylo nutné nastudovat vlastnosti a možnosti mikrokontroleru, princip jeho 
funkce a programování. Mezi nejdůležitější námi využívané části mikrokontroleru patří 
AD převodník, sběrnice I2C a komunikace UART.  K těmto částem se vztahuje část 
rešerší obsažených v kapitole 4.2. K dosavadním znalostem programu Matlab/Simulink 
bylo nutno nastudovat Stateflow a přídavný toolbox Kerhuel. 
Hlavním cílem této práce bylo vytvořit program pro řízení CAR4 s využitím 
alfanumerického displeje a senzorů. Pro ovládání byly využity všechny dostupné 
ovládací prvky včetně  IMU jednotky popsané v kapitole 2. Prostředí Simulink 
se zabudovanou Stateflow knihovnou umožnilo naprogramovat řídicí systém 
s jednoduchou strukturou, popsanou v kapitole 6.1. V případě potřeby speciálních 
funkcí se využívalo programovacího jazyka C, jehož funkce lze volat kdykoliv v běhu 
programu. 
Nezbytnou součástí programu je komunikace. Zde vznikaly jisté potíže. První verze 
komunikace vznikaly pouze jako funkce v jazyce C. Problém zde tvořilo automatické  
generování kódu. Jelikož byl využíván Kerhuel toolbox, který inicializuje přerušení 
a ostatní nastavení pro UART a další. Tedy při každém přeprogramování 
mikrokontroleru, tento systém přepsal námi vytvořený kód v jazyce C na svůj vlastní 
automaticky generovaný. Řešením bylo využívání pouze bloků toolboxu Kerhuel 
a generování vlastní zprávy v bloku „Matlab function“ v Simulinku, jak je ukázáno 
v kapitolách 6.3.7 a 6.3.8. 
V neposlední řadě byl vytvořen návrh pro kryt, který byl kompromisem mezi 
rozměrovými možnostmi osazeného plošného spoje a uspokojivou ergonomii pro 
uživatele. V programu Inventor 2015 byl nejdříve zhotoven model ovladače a posléze 
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10.1.a. Zapojení LCD displeje 




10.1.c. Zapojení joysticků 
 









Manuál k dálkovému ovládání CAR4 
Zapojení/Zapnutí 
K dálkovému ovládání je připojena baterie o maximální hodnotě napětí 8,4V. Zapnutí je 
umožněno hardwarovým spínačem. Bez tlačítka ovládání funguje okamžitě po zapojení baterie. 
Výdrž baterie je zobrazena v pravém horním rohu v procentech. Pokud napětí na baterii klesne pod 
20 %, vypíná se podsvětlení displeje a rozbliká se první kontrolní LED zprava. Pokud napětí baterie 
klesne na kritickou hodnotu, ovládání se softwarově vypíná. Ostatních pět LED zobrazuje hodnotu 
nabití baterie auta. Pokud svítí všech pět led je baterie na 100 %, při každém úbytku LED je hodnota 
baterie snížena o 20 %. Při zapojení do zdroje můžeme využít 5 V vstupy či připojit ovládání 
maximálně na 10 V. 
Výběr modu řízení 
Po zapnutí se objeví inicializace ovladače a poté tabulka pro výběr převodu rychlosti (kolikrát se 
bude rychlost násobit). Pomocí Enc1_B posouváme kurzor (<……>) a volbu potvrdíme tlačítkem 
Joy1_B. Stejně postupujeme i v druhém menu pro výběr způsobu ovládání. Z modu řízení se zpět 
vracíme pomocí Enc2_B. V průběhu celého řízení lze vypínat a zapínat podsvětlení pomocí Joy2_B. 
Mody řízení 
V základním menu se vždy zobrazuje výběr modu řízení, vybraný převod, směr a rychlost 
vyčítaná z ovladače (tyto hodnoty nejsou aktuální hodnoty auta). Lze přecházet do dalšího 
zobrazovacího menu pomocí levého encodéru. V tomto menu se zobrazuje směr pomocí znaků, je 
vyčítána hodnota aktuální rychlosti auta v km/h a hodnota baterie auta v procentech. V obou 
zobrazovacích menu je vypisována hodnota baterie ovladače v pravém horním rohu v procentech. 
V každém menu lze manuálně měnit převod rychlosti a to pomocí tlačítka Enc1_B. 
JOY. ........... Ovládání je inicializováno pomocí joysticků. Pravým se ovládá směr a levým rychlost.   
ENC……... Ovládání je hybridní. Pravým encodérem se ovládá směr a levým joystickem opět    
rychlost. Hodnoty z enkodéru se zobrazují ve stupních. 
AKC ........... Ovládání se řídí pomocí náklonů do stran a od sebe (dopředu) a k sobě (dozadu). 
PARK ........ Mód pro manuální parkování. Pomocí pravého encodéru nastavíme natočení přední  
nápravy a pomocí levého natočení zadní nápravy. Rychlost se řídí pomocí levého 
joysticku. V tomto modu nelze přepínat mezi dalšími menu. 
P-ASIST .... V tomto modu se aktivuje parkovací asistent. 
Z každého menu lze přejít do pauzy. Při přechodu se nastavuje rychlost do nuly a přerušuje se 
komunikace. Pro přechod využijte Enc1_B a Enc2_B zároveň. Návrat k řízení je umožněn pomocí 
Enc2_B stejně jako návrat do výběru řízení. V případě nečinnosti se ovládání softwarově vypíná do 
dvou minut.    
Vysvětlivky tlačítek 
Enc1_B ...... tlačítko pravého encodéru 
Enc2_B ...... tlačítko levého encodéru 
Joy1_B ....... tlačítko pravého joysticku 
Joy2_B ....... tlačítko levého joysticku 
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