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Resumen
El presente artículo caracteriza el entorno de las herramientas CASE de
modelado y de manera especial aquellas que se apoyan en UML, como
lenguaje de especificación para el modelado orientado a objetos. Los
diferentes aspectos de las herramientas de modelado con UML se
clasificaron en cuatro grupos: (a) Enfoque Procedimental, que describe
el apoyo de la herramienta al proceso (b) Soporte al modelado arquitec-
tónico, que analiza el grado de soporte de la herramienta para la definición
de la arquitectura del sistema, (c) Apoyo al repositorio, que describe la
manera como la herramienta soporta los servicios de almacenamiento,
intercambio y recuperación de elementos y (d) Enfoque Funcional, que
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agrupa características generales deseables de una herramienta de este
tipo. Se seleccionaron cinco de las herramientas de modelado con UML
más conocidas (ArgoUML, Rational Rose, WithClass, Together y
Poseidon) con el fin de validar en ellas la aplicabilidad de los conceptos.
El análisis se complementa con la caracterización de AR2CA, una
herramienta que está siendo desarrollada por el grupo de Ingeniería de
Software de la Universidad EAFIT.
A comparative study of UML modeling tools
Abstract
This article characterizes the environment of CASE modeling tools,
especially those that are supported by UML, a specification language for
object oriented modeling. The different aspects of  UML modeling tools
were classified in four groups: (a) Procedure approach, which describes
the support of the tool to the process (b) Support to architectonic
modeling, which analyzes the degree of support of the tool for the
definintion of the architecture of the system, (c) Repository support,
which describes the way the tool supports the services of  storage,
exchange, and element recovery and (d) Functional approach, which groups
the desired characteristics of this type of tool. Five of the most well
known UML modeling tools were chosen (ArgoUML, Rational Rose,
WithClass, Together and Poseidon) with the purpose of  validating in
them the application of  the concepts. The analysis is complemented with
the characterization of AR2CA, a tool that is currently under development
by the Software Engineering Group of  Universidad EAFIT.
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n el desarrollo de sistemas de informa-
ción existe el interés por mejorar la
productividad  y  crear  productos  de
software de alta calidad. Para ello, es
indispensable establecer un entorno disciplinado y
estructurado que genere una ventaja competitiva
frente a las demás organizaciones y en el cual predo-
mine el trabajo en equipo, para evitar resultados
impredecibles.
La diversidad de consideraciones de orden organiza-
cional, metodológico y tecnológico, involucradas en
el desarrollo de sistemas, se articulan en lo que
Pressman  denomina  una  tecnología  multicapa
(Pressman, 2002), la cual está conformada por: (a)
el enfoque de calidad, que establece los principios y
lineamientos generales de la organización como
estrategia para lograr la calidad tanto de proceso
como del producto software; (b) el proceso, que
establece un marco de trabajo para un conjunto de
áreas claves que orientan la gestión del proyecto de
desarrollo software; (c) el método o aproximación
metodológica, que define la manera como se debe
construir una solución software y debe estar acompa-
ñado por un lenguaje; (d) las herramientas, que
ofrecen el soporte automatizado para la realización
de las diversas tareas.
Las aproximaciones metodológicas de hoy en día
(Hilera, 2003) (Larman, 2003), están altamente
influenciadas por el enfoque de orientación por
objetos; dichas aproximaciones permiten entender
y analizar los fenómenos de la realidad e identificar
abstracciones en el espacio de la solución que son
consistentes con los elementos del espacio del
problema (Meyer, 1999) (Booch, 2002). El lenguaje
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de especificación o modelado, por su parte, representa el vehículo
indispensable para la comunicación entre los participantes y para la
representación de conceptos a lo largo de todo el proyecto, utilizando
una semántica común (Meyer, 1999) (UM, 2003). El UML1  es el lenguaje
de mayor difusión que la OMG2  ha convertido desde 1997 en el estándar
para definir, organizar y visualizar los elementos que configuran la
arquitectura de una aplicación, sea o no de software (OMG, 2003).
Además de la aproximación metodológica y el lenguaje, uno de los
factores determinantes en el éxito de un proyecto de software, lo
constituye la acertada selección de las herramientas de trabajo que se
utilizarán durante su desarrollo, es por eso que en la actualidad la
administración de proyectos atiende cuidadosamente la designación de
herramientas como una tarea de vital importancia.
Las herramientas CASE3 , están tomando cada vez más relevancia en la
planeación y ejecución de proyectos que involucren sistemas de infor-
mación, pues suelen inducir a sus  usuarios a la correcta utilización  de
metodologías que le ayudan a
llegar con facilidad a los produc-
tos de software construidos.
Todas  las  herramientas  CASE
prestan soporte a un lenguaje de
modelado para acompañar la
metodología y es lógico suponer,
que un alto porcentaje de ellas
soportan  UML,  teniendo  en
cuenta la amplia aceptación de
este lenguaje y el valor conceptual
y visual que proporciona, y su
facilidad para extender el lenguaje
para representar elementos parti-
culares a determinados tipos de
aplicaciones. El objetivo de este
artículo es analizar las caracte-
rísticas de una herramienta CASE que apoya el modelado con UML y la
manera como dichas características son satisfechas por algunas
herramientas, incluyendo una que está siendo desarrollada en la
Universidad EAFIT: AR2CA.
1 Unify Modeling Languaje.
2 Object Management Group.
3 Computer  Aided  Software  Engineering   (Ingeniería  de  Software  Asistida  por
Computador).
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1. Evaluación  de  herramientas  de
modelado con UML
La toma de una acertada decisión a la hora de
escoger una herramienta de modelado con UML,
puede ser un factor importante para lograr la calidad
de un proyecto. Por tal razón, se necesita tener un
amplio conocimiento en aspectos como:
• Las herramientas que existen en el mercado, tanto
comerciales como libres.
• Las características de una buena herramienta de
modelado con UML.
• La manera como las herramientas satisfacen las
necesidades de las personas que participan en
un proyecto, para apoyar el proceso de Ingeniería
de Software.
Para facilitar el entendimiento de los criterios a tener
en cuenta al momento de evaluar una herramienta de
modelado con UML, se han analizado cuatro aspec-
tos en los que estas herramientas deben satisfacer
resultados.
1.1  Enfoque Procedimental
El enfoque procedimental se refiere a la forma como
las herramientas hacen uso de las metodologías para
guiar al usuario a través de un proceso de Ingeniería
de Software.
1.1.1  Apoyo Metodológico
Una herramienta de modelado con UML debe apoyar
el uso de una o varias de las metodologías orientadas
a objetos para el desarrollo de sistemas de infor-
mación como RUP4 , Métrica (Hilera, 2003), OMT5
(Rumbaugh, 1997) entre otras; es importante que
dicha herramienta garantice la unicidad y coherencia
ya sea entre los diferentes modelos del sistema que
representan  vistas  complementarias  del  sistema
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(estructurales, dinámicos, funcionales, etc.) o entre
modelos que representan diferentes niveles de abstrac-
ción (de negocio, de análisis, de diseño, etc.). Esto
permite guiar al usuario a través de etapas o fases
permitiendo una trazabilidad entre diagramas de alto
nivel  que  representan  aspectos  del  dominio  del
problema y diagramas detallados que representan
detalles de implementación (Shaw, 2003).
Para conseguir tal propósito, es importante que el
navegador de la herramienta, muestre las etapas de
la metodología o los modelos que propone la misma
para cada etapa, fase o arquitectura, y de ser nece-
sario, que le ayude al usuario a evolucionar o refinar
un modelo al momento de pasar de una etapa a otra
o de un aspecto o contexto arquitectónico a otro (Shaw,
2003) (Dewayne, 2003) (Garlan, 2003).
1.1.2  Soporte completo UML
Esta característica se refiere a la capacidad de las
herramientas de construir todos los diagramas que
propone UML, o por lo menos los más relevantes: el
diagrama de casos de uso, que representa la funcio-
nalidad o alcance del sistema; el diagrama de clases,
que describe la estructura de objetos y sus relaciones;
el diagrama de interacción (secuencia o colaboración)
y, en algunos casos, el diagrama de estados, que
visualiza el ciclo de vida de un objeto (OBD, 2003).
También es importante la versión que se soporta de
UML y la manera como la herramienta cubre los
conceptos tratados en ella. Aunque la OMG liberó
recientemente la versión 2.0 de UML (OMG, 2003),
todavía existen en el mercado muchas herramientas
que trabajan con la versión 1.3.
1.1.3  Facilidad de extensión del lenguaje
A pesar de que UML proporciona riqueza sintáctica
y semántica para la especificación de modelos, se
presentan condiciones particulares de los ámbitos
de desarrollo que no logran ser satisfechas. Para tal
efecto, UML ofrece mecanismos de extensibilidad
tales como restricciones, estereotipos y valores eti-
quetados (OMG, 2003), que deben ser contempla-
dos e implementados por las herramientas CASE.
4 Rational Unified Process.
5 Object Modeling Technique.
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Además, es deseable que dichas herramientas contem-
plen la posibilidad de edición de símbolos gráficos
que permitan representar aspectos particulares de
un dominio no contemplados por UML (OBD, 2003).
1.1.4  Modelado de datos
El modelado de la información persistente constituye
uno  de  los  factores  importantes  cuando  se  está
construyendo un sistema de información. En términos
prácticos dicha persistencia, estará soportada en
bases de datos relacionales (Arce, 2003). Es por esto,
que las herramientas de modelado con UML le deben
permitir al usuario facilidades para definir el esquema
relacional, bien sea a través de una interfaz para la
construcción de diagramas entidad - relación o modelos
de datos, o a través de la extensión de UML, mode-
lando clases persistentes que se puedan implementar
en motores relacionales (Dorsey, 1999).
Los modelos que se construyan utilizando la herra-
mienta deben proveer la facilidad de generar scripts
SQL, con las instrucciones DDL6  para la creación
de los objetos de la base de datos.
1.1.5  Autogeneración
Es una característica que podría mirarse desde dos
sentidos, generar código a partir de modelos y generar
modelos a partir de código.
Varias de las herramientas disponen de la generación
de la definición estática (propiedades y signatura de
los métodos) de las clases en diferentes lenguajes
(como Java, C++) y para diferentes arquitecturas
(como CORBA y J2EE).
 También es recomendable que la herramienta genere
el código que implementa la funcionalidad de mapeo
(materialización y desmaterialización) entre el modelo
de objetos y el modelo relacional, generalmente cono-
cido como esquema de persistencia (Larman, 2003).
La generación de código puede presentar dos tipos
de inconvenientes (Gomez, 2003):
• Cuando el código ya se ha generado y se desean
realizar cambios sobre éste, la herramienta suele
sobrescribir el código que el desarrollador ha
introducido directamente.
• Al momento de generar el código, la herramienta
CASE pone un gran número de líneas de comen-
tario llamadas polución. Para solucionar esto en
la actualidad, los poderosos editores de los
lenguajes de programación (p.ej. El editor de
WithClass y los recientes editores de C#) pueden
colapsar y expandir las líneas de comentarios,
mostrándole al usuario sólo lo que él quiere ver.
1.1.6  Ingeniería inversa
Mientras que un proceso clásico de Ingeniería de
Software, conduce al usuario desarrollador a través
de unas etapas para que, a partir de unos modelos,
llegue a un producto de software construido, la Inge-
niería Inversa parte del producto y lo transforma en
modelos (Sánchez, 2003).
La generación de diagramas a partir de código puede
tener dos vertientes: La generación a partir de lengua-
jes OO, o a partir de lenguajes estructurados.
La transformación a partir de programas OO se
realiza  con  el  propósito  de  documentar,  o  bien,
reconstruir  modelos  con  base  en  la  versión  en
producción de un sistema. En este caso es ideal,
que además de la generación del diagrama de clases,
se puedan también generar diagramas de interacción
(colaboración y secuencias) y diagramas de estados
(OBD, 2003). Esto puede ser posible a partir de
archivos de rastreo durante la ejecución de la apli-
cación, extrayendo los mensajes enviados entre
clases para los diagramas de interacción y los cambios
en los estados de una clase para los diagramas de
estado. Los modelos así obtenidos son fuente valiosa
para la revisión, transformación y generación de la
versión en una nueva iteración del proceso del software
(Mejía, 2003).
Para aplicaciones construidas en lenguajes no obje-
tuales (C, VB, COBOL, PASCAL y SQL), se hace
interesante la posibilidad de realizar ingeniería inversa,
facilitando ya sea la migración de sistemas con fines
de actualización o la identificación de aspectos
estructurales y relacionales de los sistemas difíciles
de leer desde el código.6 Data Definition Language.
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1.1.7  Métricas
Medir la bondad de un conjunto de modelos que
representan un sistema suele ser una tarea de mucha
utilidad para construir sistemas viables, de fácil
mantenimiento y de buen rendimiento (McConnell,
1997).
Las métricas son generalmente presentadas en
reportes con información como: el número de atributos
y métodos por clases, el índice de métodos públicos,
privados y protegidos, el número de líneas de código
por método, el grado de acoplamiento7  y el grado de
cohesión8  (OBD, 2003).
1.1.8 Apoyo a lenguajes formales
Un lenguaje formal es una técnica de base mate-
mática para describir las propiedades de un sistema,
con el propósito de evitar la ambigüedad y minimizar
la interpretación subjetiva de la especificación de un
sistema.
OCL9  es el lenguaje formal adoptado alrededor de
UML; es utilizado para especificar las invariantes,
precondiciones y postcondiciones y otras restricciones
de modelos orientados a objetos con el fin de otorgar
mayor formalidad a las especificaciones y aspectos
visuales de UML (Moreno, 2003).
Integrar un lenguaje formal en una herramienta CASE,
es una de las características sobresalientes que
distinguen una herramienta CASE robusta. El lenguaje
formal dota los diagramas con una semántica precisa
y consistente, lo cual permite que la generación de
código se pueda hacer de manera completa.
1.1.9 Actualización
El mejoramiento continuo es una práctica de la
mayoría de herramientas de modelado con UML.
Tanto las herramientas comerciales como las libres,
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7 Interdependencia existente entre los módulos.
8 Relación funcional de los elementos de un módulo.
9 Object Constraint Language.
frecuentemente liberan versiones de actualización que
proveen nuevas funcionalidades, mejor rendimiento y
soporte a nuevas tendencias metodológicas o a
nuevas versiones de UML.
1.2  Soporte al modelado Arquitectónico
Con la revisión de este aspecto se pretende evaluar
la capacidad que tienen las herramientas de
modelado UML para apoyar la definición de la
arquitectura de un sistema. La arquitectura es el
elemento clave de diseño que permite establecer
acuerdos de alto nivel referentes a la forma del sistema
(módulos y subsistemas) y sus relaciones (Garlan,
2003).
El énfasis en componentes y arquitecturas es una
de las aproximaciones para desarrollo de software
más prometedoras (Anaya, 2000), es por lo tanto
importante analizar el soporte que una herramienta
CASE provee para la definición de arquitecturas.
1.2.1  Soporte a ADL
Un Lenguaje de Definición de Arquitecturas (ADL)
proporciona notaciones para descomponer un sistema
en componentes y conectores y especificar cómo
se combinan estos elementos para formar cierta
configuración, teniendo la ventaja de ofrecer una
notación descriptiva directa para las principales
abstracciones arquitectónicas. De este modo, los
arquitectos pueden definir la estructura de sus siste-
mas evaluando posibles cambios, y guiar su imple-
mentación evitando la ambigüedad.
Entre algunos de los ADL’s más conocidos están:
WRIGHT, Aesop, Darwin, Rapide y UniCon (Georgas,
2003). Una de las características sobresalientes de
la versión de UML 2.0 es su extensión como lenguaje
ADL.
Es importante que las herramientas CASE den un
soporte adecuado a la definición de arquitecturas, de
manera básica, facilitando la descripción y consistencia
de vistas de acuerdo al modelo de 4+1 vistas
(Kruchtem, 1995) de UML o, de forma avanzada, prove-
yendo soporte para conceptos propios de un ADL
(OOPSLA 99, 2003) (Egyed, 2000).
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1.2.2  Apoyo al modelado por capas
El estilo o patrón de arquitectura más utilizado es el
que especifica un sistema estableciendo una clara
separación de la funcionalidad de éste a través de
capas o niveles. El patrón de arquitectura por capas
establece como mínimo la definición de tres capas:
la capa de presentación, que es la parte del sistema
que ofrece interface al entorno; la capa de lógica del
negocio que determina el comportamiento de la
aplicación; y la capa de datos, que administra la
información persistente que maneja el sistema
(Clements, 2003). El nivel de aceptación de esta
arquitectura se debe a los beneficios que proporciona
como: escalabilidad del sistema a través de la fácil
distribución de componentes del sistema, confiabi-
lidad por medio de implementación de múltiples niveles
de redundancia, flexibilidad ante cambios debido al
bajo acoplamiento entre la lógica de presentación y
la lógica del negocio, y soporte a la reusabilidad por
la identificación de elementos con una clara funciona-
lidad (LS, 2003).
Es importante que la herramienta CASE permita la
visualización de la arquitectura de alto nivel del
sistema por medio de paquetes y sus relaciones de
dependencia y que además, provea soporte espe-
cializado en cada una de las capas de la arquitectura
como se describe a continuación:
• Servicios de presentación. Tal como se mencionó,
la capa de presentación contempla los componentes
que especifican la interacción del sistema con el
entorno (usuario, sistemas externos, dispositivos,
etc.), los elementos propios de esta capa deben
poderse representar haciendo uso del estereotipo,
con su respectivo ícono asociado, establecido por
UML para especificar objetos de tipo frontera
(<<boundary>>). Es posible que algunas herramientas
provean el soporte a las extensiones de UML para
manejar los componentes de la capa de presentación;
por ejemplo, para el modelado de aplicaciones web
(Conallenn, 1999).
• Servicios de lógica del negocio. Las reglas del
negocio pueden normalizarse de la misma manera
como se hace con los datos, para disminuir costos y
mantenimientos, incrementar productividad y reducir
esfuerzos. Por esto, el proceso de administración
de las reglas del negocio, por parte de las herra-
mientas CASE, debería caracterizarse por facilitar
la unicidad, consistencia e independencia en la
implementación de las reglas, con el fin de apoyar el
sostenimiento de la integridad del sistema (CLARION,
2003).
Es en este punto en el que lenguajes como el OCL
contribuyen enormemente a describir reglas, restric-
ciones y particularidades de los algoritmos que
reflejan la lógica del negocio (GENTLEWARE, 2003).
• Servicios de persistencia. La capa de persisten-
cia administra la información que debe perdurar en
el sistema, y para este conjunto de componentes,
los servicios prestados por las herramientas de
modelado  le  deben  permitir  al  usuario  construir
diagramas de bases de datos o extender el UML, de
tal manera que pueda representar las clases persis-
tentes, haciendo uso de estereotipos.
1.3  Apoyo al repositorio
Los repositorios son herramientas que permiten
centralizar, administrar y gestionar las versiones o
estados de un proyecto en el que se requieren
revisiones frecuentes. En el desarrollo de sistemas
usando herramientas CASE, se hace relevante la
presencia de un repositorio, no sólo si la herramienta
es multiusuario, sino en general para la organización
de los cambios reflejados en el refinamiento de los
modelos, en el avance de las etapas o en la colabo-
ración entre usuarios (MACPRO, 2003).
Para resaltar la relevancia del apoyo al repositorio
por parte de una herramienta CASE, abordamos
cuatro aspectos: (a) la robustez de la herramienta a
partir del uso de un repositorio, (b) las herramientas
de administración, (c) la colaboración entre usuarios
y (d) el intercambio.
1.3.1  Robustez
La robustez se refiere a la capacidad de los sistemas
de reaccionar apropiadamente ante condiciones
excepcionales (Meyer1999), como casos no previstos
en la especificación del sistema (por ejemplo, fallas
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eléctricas, entrada errónea de datos, incluso la
corrupción por virus); y la capacidad de recuperarse
ante tales situaciones, protegiendo de forma segura
la información almacenada en un repositorio.
La información que se almacena en el repositorio suele
ser de mucha importancia, por corresponder a los
modelos que representan los sistemas de informa-
ción. La confiabilidad de la plataforma se constituye
entonces en un elemento relevante, puesto que no
se pueden arriesgar valiosas horas de trabajo por la
pérdida de información o la corrupción de un modelo,
producto de la caída del sistema.
1.3.2  Herramientas de administración
La administración en una herramienta CASE, podría
clasificarse en cuatros categorías:
• De repositorio (Dorsey, 1997). El administrador
de la plataforma CASE, necesita realizar tareas
como, creación, actualización y borrado del reposi-
torio, mantenimiento de usuarios, copias de seguridad
(export e import del repositorio), recolección de
estadísticas y manejo de las extensiones que usan
los usuarios en los archivos, al momento de la
autogeneración.
• De ejecución de proyectos. El administrador del
proyecto, necesita realizar tareas como: identificación
de riesgos, planeación del proyecto, asignación de
tareas a personas, asignación de fechas y recursos
a tareas, seguimiento de las tareas o fases de un
proyecto.
• De áreas de trabajo (ORACLE, 2002). Las áreas
o espacios de trabajo (workarea o workspace) son la
manera en que la herramienta facilita la administración
de todos los objetos sobre los que puede trabajar un
usuario, tanto los objetos de su propiedad, como los
que otros usuarios le compartieron. La administración
de las áreas de trabajo las realiza cada usuario a
través de un navegador de objetos del repositorio.
Con frecuencia existe un área de trabajo global com-
partida, en la que se ubican los objetos a los que
todos los usuarios tienen acceso.
• De  aplicaciones.  En  esta  categoría  se  ubican
tareas  como  la  administración  de  versiones,  el
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manejo  de  dependencias  y  la  comparación  entre
modelos.
La comparación entre los modelos y la implemen-
tación, presenta dos variantes:
- Reconciliación. Consiste en que los modelos se
actualicen con base en los cambios realizados en
la versión implementada (forma de la ingeniería
inversa, cuando ya existe el modelo que se va a
reconstruir).
- Sincronización. Consiste en pasar los cambios
realizados en un modelo, a la implementación.
1.3.3  Colaboración entre usuarios
En la ejecución de un proyecto de Ingeniería de
Software participan muchos roles (analistas, arqui-
tectos, diseñadores, revisores, administradores, etc.).
Cada uno puede necesitar al mismo tiempo, informa-
ción del mismo artefacto, por tanto es imprescindible
compartir información. Esto significa que las herra-
mientas CASE que soportan el acceso multiusuario
deben poseer estrategias de control de concurrencia,
ya sea soportados por una base de datos, o esquemas
de concurrencia más sofisticados como los pro-
puestos para el desarrollo de sistemas distribuidos.
Una colaboración representa la relación de inter-
acción entre usuarios para la realización de las tareas
de cada uno con el sistema. Las herramientas de
modelado con repositorio multiusuario pueden asistir
en el establecimiento de dichas relaciones entre
usuarios, a partir del apoyo metodológico y de la
especificación de las responsabilidades de los usuarios
(Holmer, 2003) (Villanova, 2003).
Para facilitar dicha colaboración entre usuarios, las
herramientas proporcionan funcionalidades para:
definir roles, otorgar y revocar privilegios para cada
rol establecido, de tal manera que se puedan compartir
objetos del repositorio.
1.3.4  Intercambio
Es la posibilidad de que la información de los proyec-
tos, guardada por una herramienta en cierto formato,
pueda ser leída por otras herramientas CASE, que
acepten dicho formato, para luego ser usada en otros
desarrollos.
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Si la herramienta CASE soporta UML, la funcionalidad
de intercambio de modelos con otras herramientas
CASE se convierte en una meta alcanzable, teniendo
en cuenta la estandarización sintáctica y semántica
que persigue dicho lenguaje.
En esta línea de estandarización alrededor de UML,
la OMG definió un estándar de intercambio llamado
XMI10 , que basado en el metamodelo de UML, sirve
para el intercambio de metadatos utilizando XML11.
1.4  Enfoque funcional
El tercer y último enfoque, estudia las utilidades
adicionales que le ayudan al usuario a desarrollar un
sistema de información con mayor o menor facilidad.
1.4.1  Versionamiento
 Las iteraciones en el proceso de Ingeniería de
Software, proponen que se construyan versiones de
los artefactos y que, de forma incremental, se llegue
a un producto maduro. Por tal motivo, es importan-
tísimo que la herramienta de modelado, le permita al
usuario guardar versiones del sistema o de sus
artefactos, de tal manera que cuando comience otra
iteración, la versión previa esté disponible.
1.4.2  Navegación
Con frecuencia los usuarios de las herramientas de
modelado con UML, necesitan acceder directamente
a la información de una clase o método, o también
revisar los diagramas que han construido. Para
facilitar éstas y otras labores, las herramientas deben
estar dotadas de un navegador de objetos del repo-
sitorio, que presente toda la información de los
modelos en una forma organizada, garantizando el
rápido acceso a cualquier información.
1.4.3  Manejo de diagramas
Para  la  manipulación  de  diagramas  existen  tres
labores fundamentales que se deben tener en cuenta:
• Visualización (ORACLE, 2002). Al momento de
visualizar un diagrama, hay varias funciones que resultan
de mucha utilidad para el usuario, como:
• Zoom in y Zoom out: Para acercar o alejar el
diagrama.
• Refrescar: Para que las clases o componentes
del diagrama se actualicen con base en el repositorio.
• Ajustar: Para que el área de visualización, sea
ocupada totalmente por el diagrama o parte de
éste.
• Autolayout: Para arreglar la presentación de los
objetos dentro del diagrama, de tal manera que
estos queden lo mejor dispuestos posible.
• Show y Hide: Para mostrar u ocultar información y
adornos de los diagramas, y de esta forma no
saturarlos, dependiendo del nivel de detalle deseado.
• Impresión. La herramienta debe tener caracterís-
ticas wysiwyg12 , que le permiten el usuario ver el
documento al momento del procesamiento como
saldrá impreso, es decir la Vista Previa. También
suelen necesitarse funcionalidades como la impresión
en múltiples páginas o a escala, para ajustar el dia-
grama al número de páginas deseadas.
• Exportación. Poder manipular los diagramas cons-
truidos con la herramienta de modelado, se convierte
en una posibilidad que resulta bastante útil. Por esto,
la exportación de los diagramas a los formatos
gráficos más populares como GIF, JPEG o BMP, se
presenta como una característica deseable para las
herramientas de modelado.
1.4.4  Edición de código
Para que la integración entre los modelos y su
representación en un lenguaje de programación sea
mayor, la herramienta de modelado debe disponer
de editores de código integrados, que le faciliten al
usuario la edición del código fuente de las clases,
los métodos y todos los artefactos que involucre la
solución ya implementada.
10 eXtensible Markup Language Interchange.
11 eXtensible Markup Languaje. 12 What You See Is What You Get (lo que ves es lo que recibes).
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Es conveniente que las herramientas de modelado
tengan integración directa con entornos avanzados
de desarrollo, conocidos como IDE13 .
La inclusión de un editor de XML en la herramienta,
se presenta como una utilidad muy atractiva para
manipular la información de los modelos construidos
con la herramienta de modelado con UML. “Además,
como XMI utiliza XML para representar la información
del modelo, un grupo de soluciones basadas en XML
estarán inmediatamente disponibles, tales como las
hojas de estilo (stylesheets) XSL para la presentación
basada en navegadores y las herramientas de
interrogación (query tools) XQL para funciones de
búsqueda.”(13).
2.  Análisis de herramientas UML
Existen en la actualidad muchas comunidades en
Internet que se dedican a tratar temas acerca de
UML, al punto que se encuentran algunos meta-
sitios14  en donde se organizan las direcciones que
nos brindan información de UML. Algunas de estas
comunidades en Internet, se dedican a realizar y
mantener páginas en las que listan las herramientas
de modelado con UML, con sus principales carac-
terísticas, incluso su precio y vínculos, donde puede
ampliarse la información o comprarlas. Los dos sitios




Con el fin de evaluar los aspectos característicos ya
mencionados, se realiza un análisis comparativo entre
seis herramientas UML:
(a) ArgoUML, una de las herramientas libres para
proyectos académicos y de investigación, descar-
gada completamente para su evaluación desde
la página de la Tigris Organization.
(http://argouml.tigris.org)
(b) Rational, plataforma creada por Booch, Rumbaugh
y Jacobson, miembros de la OMG, evaluada a
través de la guía de usuario y una versión de
prueba descargada desde la página de IBM Rational
Software.
(http://www.rational.com)
(c) WithClass, herramienta para proyectos interdis-
ciplinarios, evaluada a través de un demo y descar-
gada desde la página de Microgold Company.
(http://www.microgold.com)
(d) Together, plataforma de Borland que se ajusta a
grandes proyectos de ingeniería de software,
evaluada a través de la guía de usuario y docu-
mentación adicional proporcionada por Borland
Software Corporation.
(http://www.borland.com/together/index.html)
(e) Poseidon, herramienta de Gentleware que se
concibe como la versión comercial y mejorada
de ArgoUML y evaluada sobre la versión Comunity
Edition 2.0.
(http://argouml.tigris.org)
(f) AR2CA, (Arquitectura de Refinamiento y Recupe-
ración de Componentes de Análisis), un caso
específico de estudio de una herramienta que se
encuentra actualmente en construcción, que
representa un esfuerzo de investigación apoyado
por algunas industrias de software15.
En AR2CA subyace una aproximación metodológica
(Anaya, 1999) que define un proceso de desarrollo
en el que se detectan los niveles por los que
evoluciona un componente (denominado componente
de negocio) en su proceso de construcción. Cada
nivel, a su vez, permite modelar diferentes aspectos
o vistas del componente.
Los diagramas definidos en AR2CA tienen tres carac-
terísticas fundamentales: la vista, que describe la
dimensión de modelado que representa el diagrama
(de contexto, estructural, dinámica, del proceso); el
nivel, que representa el grado de abstracción del
diagrama (requisitos, especificación, implementación)
13 Integrated Development Environment.
14 Sitios que tratan de los sitos. 15 PSL S.A, MVM S.A.
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y el alcance, caracteriza el grado de generalidad que




Los resultados de este análisis, en el que se incluyen
las seis herramientas estudiadas, se sintetizan en
la tabla comparativa (ver Anexo 1).
Conclusiones
Al momento de iniciar un proyecto de Ingeniería de Software, es imprescindible tomarse el tiempo necesario
para determinar cual de las herramientas disponibles en el mercado suplen las necesidades que el proyecto
plantea.
Este trabajo realizó una caracterización de las herramientas de modelado UML teniendo en cuenta los
aspectos procedimentales, de arquitectura, de apoyo al repositorio y de funcionalidad. Esta caracterización
es una guía útil para aquellas empresas desarrolladoras de software en el momento de seleccionar una
herramienta CASE. La adopción de una herramienta de este tipo debe realizarse una vez la empresa tenga
claridad tanto del proceso de desarrollo como de la aproximación metodológica a seguir y de la manera
como la herramienta CASE contribuirá a apoyar dichos elementos.
Los requerimientos de una herramienta CASE crecen de manera acelerada. Las herramientas rápidamente
quedan desactualizadas por la definición de nuevos estándares para UML (1.3, 1.5, 2.0)
El costo de la herramienta es directamente proporcional a la funcionalidad que ésta ofrece. Las universidades
o grupos de investigación están liderando proyectos de construcción de herramientas de dominio público.
AR2CA es una herramienta en construcción que proyecta una funcionalidad oportuna y apropiada de
acuerdo con los intereses metodológicos actuales en el desarrollo de software con énfasis en la reutilización.
El proyecto de construcción de una herramienta CASE como AR2CA es un proyecto ambicioso, y en
algunos momentos desalentador, por la alta complejidad de la funcionalidad involucrada, la rápida evolución
de las tecnologías asociadas y la frecuente evolución de los estándares involucrados (UML, XMI). No
obstante, contar con un proyecto nacional de esta naturaleza, provee un entorno didáctico excelente para
la aplicación de tecnologías de punta y para el estudio de enfoques avanzados de desarrollo de software,
como componentes y aspectos.
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