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1第 1章
はじめに
近年，多くのデータベースが XMLに対応し，XMLデータの格納が可能となっている [5]．
XMLテータベースのスキーマがビュー定義（XSLT）で定義されている場合を考える．XML
データベースのビュー S と XSLT T に対して，ビュースキーマは S に T を適用して得られ
たものである．すなわち，ビュースキーマとはビューの構造を定義したものである．ここで，
ユーザがビュースキーマを更新したい場合を考える．ビュースキーマは XMLデータベースの
スキーマから XSLTを適用して得られたものなので，ユーザが直接ビュースキーマを更新す
ることはできず，XSLTを更新しなければならない．しかし，次の理由から，XSLTを更新す
ることは複雑で手間がかかる．
 XSLTは通常ビュースキーマ (DTDなど )より複雑で，XSLTを詳しく知るユーザは
少ない．
 更新した XSLT から更新したビュースキーマを予測することはかなり複雑な問題で
ある．
そこで本論文では，「XML データベースにおけるビュースキーマ更新問題」について考え
る．これは，XMLデータベースのスキーマ S，ビュー定義（XSLT） T，ユーザによるビュー
更新操作 op に対して，T 0(S) = op(T (S)) を満たす XSLT T 0 を求める問題である (図 1.1)．
ここで，T 0(S)とは XSLT T 0 を S に適用して得られるビュースキーマであり，op(T (S))と
はユーザの更新操作 opでビュースキーマ T (S)を更新したビュースキーマである．更新操作
とはビュースキーマを更新する操作であり，例えば，一つの要素をビュースキーマの内容モデ
ルに追加する操作がある．本研究では，ソースとビューのスキーマを木オートマトンとして形
式化し，ビュー定義 (XSLT)を木変換機として形式化する．したがって，本論文の問題は以下
のように定義できる．
入力：木オートマトン S(データベースのスキーマ)，木変換機 T (ビュー定義)、ビューの更
新操作 op．
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図 1.1 ビュースキーマ更新問題
問題：T 0(S) = op(T (S))を満たす木変換機 T 0 を求める．状況を図 1.2に示す．
本論文では，まず，データベーススキーマ (木オートマトン)S とビュー定義（木変換機）T
が与えられた時に，ビュースキーマ（木オートマトン）T (S) を求める手続きを示す．次に，
データベーススキーマ S，ビュー定義 T，および，ビュースキーマ T (S)に対する更新操作 op
が与えられた時に，T 0(S) = op(T (S))を満たす木変換機 T 0 を求める手続きを示す．なお，本
論文では，ビュースキーマに対する更新操作として，要素の追加，要素の削除，要素の挿入，
要素の抜き取りを考えている．
関連研究
本研究に最も関連が深い研究はビュー更新問題である，この問題は，ビューが更新された時
に，ソースのデータが更新可能かどうかを判断して，可能な場合に更新手順を求める問題であ
る．今まで様々な研究において関係データベースにおけるビュー更新問題が研究されている
[1]．また，いくつかの文献では，XMLデータベースにおけるビュー更新問題について扱って
いる [4, 6]．しかし，この研究ではビュー更新問題を研究しており，本研究のビュースキーマ
更新問題とは異なる．著者の知る限り，ビュースキーマ更新問題に関する研究は存在しない．
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図 1.2 形式化後のビュースキーマ更新問題
本論文の構成は次の通りである．２章では，木オートマトンや木変換機について定義を行
う．３章では，データベーススキーマとビュー定義からビュースキーマを求める方法を示す．
４章では，ビュースキーマに対する更新操作を定義し，ビュースキーマが更新された時に，修
正されたビュー定義を求める方法を示す．５章で，XSLTやビュースキーマの更新操作に課さ
れている制限について述べる．６章でまとめと今後の課題について述べる．
4第 2章
諸定義
XMLに関係の深い，木 (tree)及び生け垣 (hedge)について定義する．ノード名の有限集合
を とする．で構成された木 (-tree)を T と表す．ノード  2 が子として木 w 2 T
を持つとき，(w)と表すことができ，(w)も T に属する木である．上記のように T は 
上の文字列及び括弧を表す記号'('と')'で表現される．本論文では単なる木と表記した場合は
全て，ノード名の有限集合 で構成された木 (-tree)のことを指す．生け垣は木の有限の並
び (sequence)である．生け垣の集合を H と表し，これは T  として定義される．またノー
ド v のノード名を label(v)として表す．
生け垣 h 2 H に対して，hを構成するノード集合 Dom(h)は以下のように定義される：
 h = のとき　 Dom(h) = ；
 h = t1    tn であり，ti 2 T のとき Dom(h) =
Sn
i=1fiu j u 2 Dom(ti)g；
 h = (w)のとき Dom(h) = fg [Dom(w)．
以上の定義により，ルートノードを持つ XML文書は木で，ルートノードを持たない XML
文書は生け垣で表すことができる．また，t; t1; t2;   は木を表し，h; h1; h2;   は生け垣を表
す．また h = t1    tn と表記されていた場合，全ての ti は木である．
本研究では，データベースとビューのスキーマを木オートマトンとして形式化し，ビュー定
義（XSLT）を木変換機として形式化する．以下木オートマトンと木変換機を定義する．
木オートマトンは四つ組 A = (N;; s; P )と表され，ここで，
 N は状態の有限集合，
 は要素名の有限集合，
 S 2 N は初期状態，
 P はX ! a(reg)またはX ! Y の形をした遷移規則の有限集合．ただし，X，Y 2 N，
a 2  であり，reg は N 上の正規表現である．
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N の中の状態は要素の型を表す．Aによって受理される木の集合（言語）を L(A)と表す．
本論文では，ランク無し下降型木変換機 (unranked top-down tree transducer)を使用する
[3]．木変換機は四つ組 Tr = (Q;; q0; R)と表され，ここで，
 Qは状態の有限集合，
 は要素名の有限集合，
 q0 2 Qは初期状態，
 Rは（q; a）! c(q1; q2;…; qn)の形をした遷移規則の有限集合．ただし，q1; :::; qn 2 Q，
a; c 2 である．
Tr = (Q;; q0; R) で定義される変換機による，状態 q での木 t に対する変換は Trq(t)
として表記され，以下のように再帰的に定義される．t =  のとき，Trq(t) :=  である．
t = a(t1    tn)かつ，(q; a)! h 2 Rが存在するとき，Trq(t)は h内の q 2 Qでラベル付け
された全てのノード u を生け垣 Trq(t1)    Trq(tn) に置き換えにることによって得られる．
そのような Qに含まれるアルファベットでラベル付けされたノード uは葉ノードにのみ現れ
る．それゆえ hは下方向にのみ拡張されていく．(q; a) ! h 2 R となるルールが存在しない
とき Trq(t) := となる．最後に Tr による tの変換を単に Tr(t)と記述した場合，それは初
期状態による変換 Trq0(t)を意味する．
例として，下降型木変換機 Tr による木 t(図 2.1)の変換を考える．
下降型木変換機 Tr
Tr = (Q;; p; R)，Q = fp; qgであり Rが以下の 4つのルールを含んでいる
(p; a)! d(e) (p; b)! c(pq)
(q; a)! cq (q; b)! d(q)
Tr(t)は木 t0(図 2.2)を出力する．定義された変換には重要な 2つの特徴がある．それは複
製と消去である．(p; a) ! c(pq)による変換によって，入力木のカレントノードの子ノードは
2回複製されている．一つの複製では状態が pとして変換処理が進んでいき，もう一つの複製
では状態が q として変換処理が進んでいく．そして要素 c はそれら二つの複製の親ノードと
なっている．したがって，入力木のカレントノードの子ノードに対応する出力木のノードが複
数存在することになり複製と呼ばれる．一方 (q; a) ! cq も同様に 2回子ノードの複製が行わ
れているが，この場合は一つの複製は単なる要素 cに変換され，もう一つの複製では状態が q
として変換処理が進んでいくが，この複製の親ノードは与えられていない．それゆえ入力木で
のカレントノードに対応する階層のノードは存在しなくなるため，これは消去と呼ばれる．例
として，Trq(a(aa))は cccと変換され，変換後には入力木で存在した階層関係は存在しなく
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図 2.1 入力木 t
図 2.2 出力木 t0
なっている．
前で例として挙げた下降型木変換機 Tr を XSLT スタイルシートで表すと図 2.3 の様に
なる．
それぞれ Tr で変換ルール (q; a) ! cq が一つのテンプレートに対応しており，変換ルール
左辺の q はテンプレートでの mode属性に，aは match属性にあたる．また変換ルール右辺
での c 2 は要素 cにあたり，q 2 Qは hxsl: apply-templates mode="q"/iというノードに
対応する．Tr での初期状態 p 2 Qに相当するものとして，ルートノードに apply-templates
命令を適用するテンプレートが存在している．
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図 2.3 下降型木変換機 Tr を XSLTスタイルシートで表現
8第 3章
スキーマの計算
データベーススキーマに木変換機を適用して得られる出力の型を求める問題は，型推論問
題として知られている．これまで，データベーススキーマと木変換機がランク付き (子要素の
数が常に 2という制限がある)である場合には，型推論を行うアルゴリズムが提案されている
[8]．しかし，データベーススキーマと木変換機がランク無し (子要素数に制限がない)場合の
型推論を行うアルゴリズムはこれまで提案されていない．また，ランク付木変換機を等価なラ
ンク無し木変換機に変換することも困難である．したがって，本研究では，ランク無し木オー
トマトンとランク無し木変換機からビュースキーマを得る方法を新たに提案する．
データベースとビューのスキーマを木オートマトンとして形式化し，ビュー定義 (XSLT）を
木変換機として形式化するので，「ビュースキーマの計算」は以下のように表すことができる．
入力：木オートマトン A = (N;; s; P )(データベーススキーマ) と木変換機
T = (Q;; q0; R)(ビュー定義)．
問題：任意の木 t 2 L(A) に対して，T (t) 2 L(A0) を満たす木オートマトン A0 =
(N 0;; s0; P 0)(ビュースキーマ)を求める．
まず，簡単な場合を考える．遷移規則の正規表現が p1 p2    pm のように単純な系列であ
るとする．ビュースキーマ A0 A0 = (N 0;; s0; P 0)は以下のように得られる．
N 0= f[p; q] j p 2 N; q 2 Qg，
s0 = [s; q0]，
P 0= f[p; q]! c([p1; q1]    [pm; q1][p1; q2]    [pm; q2]    [p1; qn]    [pm; qn]) j p!
b (p1p2    pm) 2 P; (q; b)! c(q1; q2;   ; qn) 2 Rg．
このように，bというラベルを出力する規則 p! b(p1p2   pm)と bを状態 qで変更する規則
(q; b)! c(q1; q2; ; qm)から [p; q]! c([p1; q1][pm; q1][p1; q2][pm; q2][p1; qn][pm; qn])
が得られる．
これを踏まえて一般の場合を考える．N 上の正規表現 reg に対して，[p; q] を reg[q] で表
第 3章 スキーマの計算 9
す．A0 = (N 0;; s0; P 0)は以下のように得られる．
N 0= f[p; q] j p 2 N; q 2 Qg，
s0 = [s; q0]，
P 0= f[p; q]! c(reg[q1]reg[q2]    reg[qn]) j p! b(reg) 2 P; (q; b)! c(q1q2    qn)
2 Rg．
例として，次の木オートマトンと木変換機を考える．
 木オートマトン A = (N;; s; P )
{ N = fp0; p1; p2g，
{ s = fp0g，
{ P = fp0 ! b(p1; p2); p2 ! a(p2; p2)g．
 木変換機 Tr = (Q;; q0; R)
{ Q = fq0; q1g，
{ p = fq0g，
{ R = f(q0; a)! d(e); (q0; b)! c(q1q0); (q1; a)! c(q1); (q1; b)! d(q1)g
上記の木オートマトンと木変換機から，以下のビュースキーマ (木オートマトン)が得られる．
 ビュースキーマ（木オートマトン）A0 = (N 0;; s0; P 0)
{ N 0 = f[p; q] j p 2 N; q 2 Qg，
{ s0 = f[p0; q0]g，
{ P 0 = f[p0; q0]! c([p1; q1]; [p2; q1]; [p1; q0]; [p2; q0]); [p2; q1]! c([p2; q1]; [p2; q1]); [p1; q1]!
c(); [p2; q0]! d(e)g．
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第 4章
スキーマの更新
本章では，ビュースキーマが更新された場合に木変換機をどう変更するかを検討する．木
オートマトン A = (N;; s; P )(データベーススキーマ)と木変換機 Tr = (Q;; q0; R)に対し
て、木オートマトン A0 = (N 0;; s0; P 0)(ビュースキーマ)は Aから Tr を適用して得られた
ものである．ここで，
N 0= f[p; q] j p 2 N; q 2 Qg，
s0 = [s; q0]，
P 0= f[p; q]! c([p1; q1]    [pm; q1][p1; q2]    [pm; q2]    [p1; qn]    [pm; qn])jp!
b (p1p2    pm) 2 P; (q; b)! c(q1; q2;   ; qn) 2 Rg．
本論文では，ビュースキーマに対する更新操作として要素の追加，要素の削除，要素の抜き
取り，要素の挿入について考える．
4.1 reg 内での状態の位置
reg 内での位置集合 pos(reg)を次のように定義する．reg は前置記法で表す．
 reg = または reg = a(a 2 )のとき，pos(reg) = fg
 上記以外の場合，pos(reg) = fg [ fu j u = vw; 1  v  n;w 2 pos(regv)g
ここで，regv は regにおける位置 vの子孫からなる部分式を表す．たとえば，reg = (A j B)
の場合，前置記法により reg = (j (A;B))と表される．pos(reg) = f; 1; 11; 12gであり，
が ，1が j，11が A，12が B に対応する (図 4.1)．
第 4章 スキーマの更新 11
図 4.1 reg = (j A;B)) の木構造
図 4.2 要素の追加の例
4.2 オートマトンに対する更新操作
 要素の追加は，P における「左辺が Aで右辺のラベルが aに対応する遷移規則」の右
辺の位置 iに状態 B を追加する操作である (図 4.2)．これを，ins elm tree(a;A;B; i)
と表す．
 要素の削除は，P における「左辺が Aで右辺のラベルが aに対応する遷移規則」の右
辺の位置 iの状態 B を削除する操作である (図 4.3)．これを，del elm tree(a;A; i)と
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図 4.3 要素の削除の例
図 4.4 要素の抜き取りの例
表す．
 要素の抜き取りは，P における「左辺が Aで右辺のラベルが aに対応する遷移規則」の
右辺の位置 iの状態 C を，左辺が C の遷移規則の内容モデルに置換する (図 4.4)．こ
れを，ext elm tree(a;A; i)と表す．
 要素の挿入は，P における「左辺が Aで右辺のラベルが aに対応する遷移規則」の右
辺の位置 iの部分式 C を B に置換する．更に，P に B ! b(C)を追加する (図 4.5)．
これを，agg elm tree(a;A; b; B; i)と表す．
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図 4.5 要素の挿入の例
ここで，更新操作の例を示す．例には木オートマトンA = (fV;W;X; Y; Zg; fv; w; x; y; zg; V; P )
を使用する．ただし，P = fV ! v(W X); X ! x(Y Z); Y ! y(Z);W ! w(); Z ! z()g
である．
 ins elm tree(x;X;W; 2)
{ X ! x(Y Z)) X ! x(Y W Z)
 del elm tree(v; V; 1)
{ V ! v(W X)) V ! v(X)
 agg elm tree(x;X; t; T; 1)
{ fV;W;X; Y; Zg ) fV;W;X; Y; Z; Tg
{ X ! x(Y W Z)の右辺の１番目の状態 Y を保存
{ X ! x(Y W Z)) X ! x(T W Z)
{ P = fV ! v(X;X ! x(T W Z); Y ! y(Z);W ! w(epsilon); Z ! z(); T !
t(Y )g
 ext elm tree(v; V; 1)
{ V ! v(X)の右辺の１番目の状態 X を保存
{ X ! x(T W Z)) V ! v(T W Z)
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4.3 要素の追加
まず，状態を P 0の中の規則 [p; q]! c(reg[q1]reg[q2]   reg[qn])の内容モデルに要素を追加
する場合を考えよう．この場合，単一の要素を追加するだけでは不正な更新となり，木変換機
の変更を求めることができなくなる．具体的には，そこで，状態 reg[q]を reg[qi]と reg[qi+1]
の間に追加する．ここで，q は Tr の中の新しい状態である．すなわち，要素の追加とは，
ビュースキーマの中で reg[qi]と reg[qi+1]の間に reg[q]を追加することである．追加操作を
opと表すとする．このとき，T 0(A) = op(T (A))を満たす木変換機　 Tr0 = (Q0;; q0; R0)は
次のように得られる．ここで，
Q0= Q [ fqg，
R0= R=f(q; b)! c(q1; q2;   ; qn)g [ f(q; b)! c(q1; q2;   ; qi; q; qi+1;   ; qn)g．
reg[q] を [p; q] ! c(reg[q1]reg[q2]    reg[qn]) の内容モデルに追加すると，[p; q] !
c(reg[q1]reg[q2]    reg[qn]) 2 P 0 に対して，reg[q] が必ず reg[qi] と reg[qi+1] の間に挿
入される．
例としてビュースキーマ (木オートマトン)の要素を追加する場合に，木変換機がどのよう
に変更されるかを考えよう．
まず，データベース (木オートマトン)と木変換機から，ビュースキーマを得る．
 木オートマトン A = (N;; s; P )
{ N = fp0; p1; p2g，
{ s = fp0g，
{ P = fp0 ! b(p1; p2); p2 ! a(p2; p2)g．
 木変換機 Tr = (Q;; q0; R)
{ Q = fq0; q1g，
{ p = fq0g，
{ R = f(q0; a)! d(e); (q0; b)! c(q1q0); (q1; a)! c(q1); (q1; b)! d(q1)g
上記の木オートマトンと木変換機から，以下のビュースキーマ (木オートマトン) が得ら
れる．
 ビュースキーマ（木オートマトン）A0 = (N 0;; s0; P 0)
{ N 0 = f[p; q] j p 2 N; q 2 Qg，
{ s0 = f[p0; q0]g，
{ P 0 = f[p0; q0]! c([p1; q1]; [p2; q1]; [p1; q0]; [p2; q0]); [p2; q1]! c([p2; q1]; [p2; q1]); [p1; q1]!
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c(); [p2; q0]! d(e)g．
次に，ビュースキーマ (木オートマトン)の中に要素 f を追加する場合と考える．更新した
ビュースキーマは以下のように変更される．
 ビュースキーマ（木オートマトン）A00 = (N 00;; s0; P 00)
{ N 00 = f[p; q] j p 2 N; q 2 Qg，
{ s0 = f[p0; q0]g，
{ P 00 = f[p0; q0]! c([p1; q1]; [p2; q1]; [p1; q0]; [p2; q0]); [p2; q1]! c([p2; q1]; [p2; q1]; [p2; q0]; [p2; q0]); [p1; q1]!
c(); [p2; q0]! d(e)g．
このとき，T 0(A) = op(T (A))を満たす木変換機　 Tr0 = (Q0;; q0; R0)は次のように得ら
れる．
 木変換機 Tr = (Q;; q0; R)
{ Q = fq0; q1g，
{ p = fq0g，
{ R = f(q0; a)! d(e); (q0; b)! c(q1q0); (q1; a)! c(q1q0); (q1; b)! d(q1)g
4.4 要素の削除
次に，状態をルール P 0 の中の規則 [p; q] ! c(reg[q1]reg[q2]    reg[qn])の内容モデルから
削除する場合を考えよう．これは要素の追加の逆の操作である．
要素の追加と同様，一般には単一の要素のみを削除するのは不可能である．このため，
ビュースキーマの内容モデルの reg[qi]を reg[q1]; reg[q2];   ; reg[qn]から削除する．削除操
作を opと表す．このとき，T 0(A) = op(T (A))を満たす木変換機は Tr0 = (Q;; q0; R0)とし
て得られる．ここで，
R0 = R=f(q; b)! c(q1; q2;   ; qn)g [ f(q; b)! c(q1;   ; qi 1; qi+1;   ; qn)g
例として，ビュースキーマ (木オートマトン)の要素を削除する場合に，木変換機がどのよ
うに変更されるかを考えよう．
まず，データベース (木オートマトン)と木変換機から，ビュースキーマが得られる．
 木オートマトン A = (N;; s; P )
{ N = fp0; p1; p2g，
{ s = fp0g，
{ P = fp0 ! b(p1; p2); p2 ! a(p2; p2)g．
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 木変換機 Tr = (Q;; q0; R)
{ Q = fq0; q1g，
{ p = fq0g，
{ R = f(q0; a)! d(e); (q0; b)! c(q1q0); (q1; a)! c(q1); (q1; b)! d(q1)g
上記の木オートマトンと木変換機から，以下のビュースキーマ (木オートマトン)を得る．
 ビュースキーマ（木オートマトン）A0 = (N 0;; s0; P 0)
{ N 0 = f[p; q] j p 2 N; q 2 Qg，
{ s0 = f[p0; q0]g，
{ P 0 = f[p0; q0]! c([p1; q1]; [p2; q1]; [p1; q0]; [p2; q0]); [p2; q1]! c([p2; q1]; [p2; q1]); [p1; q1]!
c(); [p2; q0]! d(e)g．
次に，ビュースキーマ (木オートマトン) から，右の c; d; e 要素を削除する場合と考える．
ビュースキーマは以下のように変更される．
 ビュースキーマ（木オートマトン）A00 = (N 00;; s0; P 00)
{ N 00 = f[p; q] j p 2 N; q 2 Qg，
{ s0 = f[p0; q0]g，
{ P 00 = f[p0; q0] ! c([p1; q1]; [p2; q1]); [p2; q1] ! c([p2; q1]; [p2; q1]); [p1; q1] !
c()g．
このとき，T 0(A) = op(T (A))を満たす木変換機　 Tr0 = (Q0;; q0; R0)は次のように得ら
れる．
 木変換機 Tr = (Q;; q0; R)
{ Q = fq0; q1g，
{ p = fq0g，
{ R = f(q0; a)! d(e); (q0; b)! c(q1); (q1; a)! c(q1); (q1; b)! d(q1)g
4.5 要素の抜き取り
状態を P 0 の中の規則 [p; q] ! c(reg[q1]reg[q2]    reg[qn]) の内容モデルから抜き取る場
合を考える．状態 [p0; q0] の親ノード c を抜き取る．抜き取り操作は op と表す．このとき，
T 0(A) = op(T (A))を満たす木変換機は Tr0 = (Q0;; q0; R0)としてように得られる．ここで，
R0 = R=f(q0; b)! c(q1; q2;   ; qn)g [ f(q0; b)! (q1 q2    qn)g
かつ，p0 ! b(reg)なる規則が木オートマトン Aに存在する．
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例としてビュースキーマ (木オートマトン)の要素を抜き取る場合に，木変換機がどのよう
に変更されるかを考える．
まず，データベース (木オートマトン)と木変換機から，ビュースキーマを得る．
 木オートマトン A = (N;; s; P )
{ N = fp0; p1; p2g，
{ s = fp0g，
{ P = fp0 ! b(p1; p2); p2 ! a(p2; p2)g．
 木変換機 Tr = (Q;; q0; R)
{ Q = fq0; q1g，
{ p = fq0g，
{ R = f(q0; a)! d(e); (q0; b)! c(q1q0); (q1; a)! c(q1); (q1; b)! d(q1)g
上記の木オートマトンと木変換機から，以下のビュースキーマ (木オートマトン) が得ら
れる．
 ビュースキーマ（木オートマトン）A0 = (N 0;; s0; P 0)
{ N 0 = f[p; q] j p 2 N; q 2 Qg，
{ s0 = f[p0; q0]g，
{ P 0 = f[p0; q0]! c([p1; q1]; [p2; q1]; [p1; q0]; [p2; q0]); [p2; q1]! c([p2; q1]; [p2; q1]); [p1; q1]!
c(); [p2; q0]! d(e)g．
次に，ビュースキーマ (木オートマトン)から，子要素 fc; cgを持っている親要素 cを抜き
取る場合と考える．ビュースキーマは以下のように変更される．
 ビュースキーマ（木オートマトン）A00 = (N 00;; s0; P 00)
{ N 00 = f[p; q] j p 2 N; q 2 Qg，
{ s0 = f[p0; q0]g，
{ P 00 = f[p0; q0]! c([p1; q1]; [p2; q1]; [p1; q0]; [p2; q0]); [p2; q1]! ([p2; q1]; [p2; q1]); [p1; q1]!
c(); [p2; q0]! d(e)g．
このとき，T 0(A) = op(T (A))を満たす木変換機　 Tr0 = (Q0;; q0; R0)のように得られた．
ここで，
 木変換機 Tr = (Q;; q0; R)
{ Q = fq0; q1g，
{ p = fq0g，
{ R = f(q0; a)! d(e); (q0; b)! c(q1); (q1; a)! q1; (q1; b)! d(q1)g
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4.6 要素の挿入
最後に，状態を P 0 の中の規則 [p; q] ! c(reg[q1]; reg[q2];   ; reg[qn])の内容モデルに挿入
する場合を考える．これは要素の抜き取りの逆の操作である．
要素の挿入とは，ビュースキーマの中でノード aを reg[q1]; reg[q2];   ; reg[qn]の親ノード
に挿入する．挿入操作は opで表示する．このとき，T 0(A) = op(T (A))を満たす木変換機　
Tr0 = (Q0;; q0; R0)のように得られる．
R0 = R=f(q; b)! c(q1; q2;   ; qn)g [ f(q; b)! c(a(q1; q2;   ; qn))g
例としてビュースキーマ (木オートアントン)に要素を挿入する場合に，木変換機はどのよ
うに変更されるかを考える．
まず，データベース (木オートマトン)と木変換機から，ビュースキーマを得る．
 木オートマトン A = (N;; s; P )
{ N = fp0; p1; p2g，
{ s = fp0g，
{ P = fp0 ! b(p1; p2); p2 ! a(p2; p2)g．
 木変換機 Tr = (Q;; q0; R)
{ Q = fq0; q1g，
{ p = fq0g，
{ R = f(q0; a)! d(e); (q0; b)! c(q1q0); (q1; a)! c(q1); (q1; b)! d(q1)g
上記の木オートマトンと木変換機の例から，以下のビュースキーマ (木オートマトン)が得
られる．
 ビュースキーマ（木オートマトン）A0 = (N 0;; s0; P 0)
{ N 0 = f[p; q] j p 2 N; q 2 Qg，
{ s0 = f[p0; q0]g，
{ P 0 = f[p0; q0]! c([p1; q1]; [p2; q1]; [p1; q0]; [p2; q0]); [p2; q1]! c([p2; q1]; [p2; q1]); [p1; q1]!
c(); [p2; q0]! d(e)g．
次に，ビュースキーマ (木オートマトン)に要素 f を要素 dの親ノードとして挿入する場合
を考える．ビュースキーマは以下のように変更される．
 ビュースキーマ（木オートマトン）A00 = (N 00;; s0; P 00)
{ N 00 = f[p; q] j p 2 N; q 2 Qg，
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{ s0 = f[p0; q0]g，
{ P 00 = f[p0; q0] ! c([p1; q1]; [p2; q1]; [p1; q0]; [p2; q0]); [p2; q1] ! c(a); a !
([p2; q2]; [p2; q2]); [p1; q1]! c(); [p2; q0]! d(e)g．
このとき，T 0(A) = op(T (A))を満たす木変換機　 Tr0 = (Q0;; q0; R0)のように得られた．
ここで，
 木変換機 Tr = (Q;; q0; R)
{ Q = fq0; q1g，
{ p = fq0g，
{ R = f(q0; a) ! d(e); (q0; b) ! c(q1); (q2; a) ! c(q1); (q1; b) ! d(q1)(q1; a) !
c(a(q2))g
20
第 5章
本研究における制限
本研究では，いくつかの制限が課されている．
 XSLTの機能が木変換機に制限されている．例えば，XSLTの関数を使用することがで
きない．
 ビューの更新操作は，要素の追加，要素の削除，要素の抜き取り，要素の挿入に限定さ
れている．このため，演算子の追加や削除に未対応である．
 要素の追加の場合，単一の要素を追加するだけでは不正な更新となり，木変換機の変更
を求めることができなくなる．
 同様に，要素の削除において，単一の要素のみを削除するのは不可能である．
本研究を実用的なものに発展させていくためには，これらの制限を緩和し，より実用的な状
況に対応させていく必要がある．
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第 6章
むすび
本論文では，XMLデータベースにおけるビュースキーマ更新問題について考察した．まず，
ビュースキーマをデータベーススキーマにビュー定義（XSLT）を適用して得る方法を求めた．
そして，ビュースキーマの更新操作を定義し，ビュースキーマが更新された場合に得られる木
変換機を求める手順を定めた．
今後の課題としては，ビュースキーマに対する更新操作の種類を増やし，より実用的な更新
に対応させることが挙げられる．
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