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Tato bakalářská práce pojednává o problematice tvorby ERP systému na platformě .NET
Framework s využitím Microsoft technologií. Jednotlivé kapitoly seznámí čtenáře s analý-
zou, návrhem a implementací vlastního ERP systému. Čtenář bude podrobněji seznámen se
zařazením a komponentami ERP systému, moderními vývojovými technologiemi a nástroji,
příkladem návrhu modulů a funkcí ERP systému včetně implementace a nasazení aplikace
ERP systému.
Abstract
This thesis focuses on the issues while creating the ERP system on the .NET Framework
platform using Microsoft technologies. Individual chapters introduce readers to the analysis,
design and implementation of the ERP system. The reader is informed about the ERP
system’s categorization and components, modern development technologies and tools, an
example of modules and functions design including implementation and deployment of ERP
system’s application.
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Cílem této bakalářské práce je vývoj vlastního firemního ERP systému. Na základě po-
drobné analýzy bude navržen a implementován vlastní ERP systém.
Na úvod si vysvětlíme pojem ERP systém a vymezíme pojmy používané v této baka-
lářske práci.
Ve druhé kapitole se ponoříme hlouběji do ERP systémů. Budeme hovořit o zařazení,
částech a příkladech ERP systémů dostupných na trhu.
Třetí kapitola nás provede problematikou použitých technologií k vytvoření ERP sys-
tému.
Ve čtvrté kapitole zhodnotíme znalosti získané ve druhé kapitole k návrhu vlastního
projektu.
Pátá kapitola popisuje implementaci projektu pomocí technologií uvedených v kapitole
třetí.
Poslední kapitola obsahuje shrnutí poznatků získaných během vytváření této bakalářské
práce, zhodnocení výsledků a pojednání o možném budoucím vývoji projektu.
1.1 Pojem ERP
ERP1 [13] je systém pro řízení a plánování firemních procesů. V dnešní době už prakticky
na pravý ERP systém nenarazíme. Termín ERP postupem času zevšednil, ačkoliv jsou dnes
podnikové informační systémy označovány jako ERP systémy. ERP systém přináší firmě
zvýšení efektivity a produktivity firemních procesů, šetří lidské zdroje a umožňuje řešit
doposud velice obtížně řešitelné úkoly. Dnes se už prakticky žádná firma neobejde alespoň
bez ekonomického systému.
1.2 Vymezení pojmů
Jestliže obecně hovoříme o systému, máme na mysli námi vytvářený ERP systém. Uživate-
lem systému máme na mysli pověřeného zaměstnance firmy s nasazeným výsledným ERP
systémem této bakalářské práce.
1Enterprise Resource Planning – Plánování podnikových zdrojů
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1.3 Vymezení cílů
Podle specifikovaných požadavků, v zadání bakalářské práce, je naším cílem, na základě
analýzy ERP systémů, navrhnout a implementovat vlastní ERP systém s nejméně dvěma




V této kapitole provedeme podrobnou analýzu ERP systému. Zařadíme ERP systém do
souboru podnikových informačních systémů. Dozvíme se o částech, ze kterých se ERP
systém skládá a ukážeme si příklady ERP systémů dostupných na trhu. Zanalyzujeme
architekturu klient/server používanou v dnešních systémech.
2.1 Kategorizace ERP
Ve větších firmách není ERP systém jediným a nemusí být ani nejvhodnějším podnikovým
informačním systémem. Jak znázorňuje obrázek 2.1. ERP stojí na stejné úrovni jako SCM1
a CRM. CRM využívají call centra a firmy s obdobnými službami pro podporu zákaz-
níků. Nad těmito systémy leží MIS2. Poskytuje důležité nástroje pro efektivní řízení firmy.
Například sestavy a grafy.
Obrázek 2.1: Podnikové informační systémy – struktura
2.2 Z čeho se skládá ERP systém
Základní částí informačního systému bývá jádro a moduly [14]. Jádro zajišťuje běh aplikace
a komunikaci mezi moduly. Moduly jsou přídavné části rozšiřující funkcionalitu zpravidla
pro oblasti:
1Supply Chain Management – Řízení činnosti dodavatelského řetězce
2Management Information System – Manažerský informační systém
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• Ekonomika – účetnictví, faktury, pokladna, banka a majetek
• Logistika a skladové hospodářství – zakázky, nákupy, prodeje a sklady
• Lidské zdroje – mzdy a personalistika
Pro velké firmy dále nezbytné moduly: Marketing, CRM1 a Manažerské vyhod-
nocování.
Čím větší firma, tím více rozšiřujících modulů. Malé firmy nejčastěji vystačí s modu-
lem Ekonomika. Firmy zaměstnávající vyšší počty zaměstnanců navíc s modulem Lidské
zdroje. V neposlední řadě firmy zabývající se především prodejem využívají modul Skladové
hospodářství a eventuelně modul Logistika.
Zaměření rozšiřujících modulů je dáno oborem činnosti firmy. Například modul Výroba
je určen pro firmy zabývající se výrobou a obsahuje tedy nástroje k plánování, kalkulo-
vání, řízení výrobních procesů a ekonomice výroby. Obchodní firmy se zabývají prodejem
(velkoobchodním prodejem), proto by modul měl pokrývat adresář s rozšířeným členěním,
nákup, prodej a informace o rozvoji obchodu. Modul Stavebnictví pokrývá cyklus výstavby,
sestavení finančního plánu, rozpočet a vyhodnocení finančních nákladů stavby. Pro modul
Hotel jsou potřebné rezervace, ubytování a katalogy pokojů s obsazeností jednotlivých po-
kojů v čase, aby bylo možné například plánovat obsazenost v sezoně. A tak dále i pro další
obory činno-stí.
ERP systém je obecně možné pořídit jedním ze tří způsobů:
• Balíkový ERP systém – Firma kupuje již hotový systém určený pro širší spektrum
zákazníků.
• ERP systém na zakázku – Nejdražší způsob. ERP systém vytvořený na míru
podnikovým potřebám.
• SaaS2 – Případ outsourcingu. Firma ERP systém ani prostředky nevlastní, ale pro-
najímá od poskytovatele.
2.3 Dostupná řešení na trhu
Tato sekce se zabývá ukázkou tří ERP systémů. Systémy Pohoda a Money patří k nejrozšíře-
nějším ERP systémům na území České a Slovenské republiky. Systém CoDE je ukázkou
oborově zaměřeného systému.
2.3.1 CoDE
ERP systémy mohou vznikat již s cíleným zaměřením. Přikladem může být řešení CoDE
vytvořené holandskou společností Mivon. Systém byl vytvářen pro potřeby firem pracujících
v dřevařském průmyslu. Sleduje firemní procesy od přijetí objednávky, zpracovávání pro-
jektu až po vytvořeni faktury. Aplikace je implementována moderním objektovým jazykem
Visual Basic .NET. Data jsou uchovávána v databázi běžící pod Microsoft SQL Serverem.
CoDE výborně zpracovává sledování výroby pomocí čárových kódů. Osobám, zakázkám
a činnostem jsou přiřazeny čarové kódy. Pomocí čtečky čárových kódů je zadáván počátek
1Customer Relationship Management – řízení vztahů se zákazníky
2Software as a Service – Software jako služba
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a konec činnosti osoby na projektu. Pro projekt manažera je následně velice jednoduché mít
přehled o vykonané práci, zda nedochází k neúměrnému prodlužování zpracování zakázky.
Další využití čárových kódů je možné pro docházku, skladové položky a expedice dodávek
hotového zboží. Osobně s tímto systémem mám téměř čtyřletou zkušenost na pozici správce.
Systémové požadavky
• Klientská aplikace – Operační systém Windows XP a vyšší, kancelářský balík Micro-
soft Office 2003 Pro (Access, Excel, Word)
• Databázový server – Microsft SQL Server 2005 a vyšší
2.3.2 POHODA E1
Česká společnost Stormware s.r.o., dříve specializující se na vývoji převážně ekonomických
systémů, přichází i s vlastním ERP řešením POHODA E1. POHODA E1 je vhodná pro
středně velké až větší společnosti s obecným nebo účetním zaměřením [16]. S ročním rozme-
zím vychází nové verze s označením roku vydání, např. POHODA E1 2010. K licenci patří
i roční předplatné servisu. Každý následující rok se musí servis předplácet. Součástí ser-
visu je nejen aktualizace (CD a online), především potřebné pro neustále se měnící právní









• Homebanking, Kniha jízd, Poštovní sestavy, Výkazy pro intrastat
Datová schránka
Do budoucna je slibována i podpora datových schránek1 (Upozornění na nově dodané
zprávy).
Technologie a systémové požadavky
POHODA E1 stojí na technologii klient-server s SQL databází. Nasazení je možné na plat-
formě Microsoft Windows Server 2003 R2 a vyšší spolu s Microsoft SQL Server 2008 pro
server a Microsoft Windows XP SP3 a vyšší pro klientskou stanici.
1Dubnová aktualizace už datové schránky podporuje.
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2.3.3 Money S4/S5
Za ERP systémy Money S4 a Money S5 [8] stojí softwarová společnost CÍGLER SOFT-
WARE a.s., působící od roku 1990. Nejdříve je nutné podotknout rozdíl zaměření verzí
Money S4 a Money S5. Verze Money S4 je zaměřena na středně velké společnosti, Money
S5 současně i na společnosti větší. Uživatelské prostředí je podobné prostředí z Microsoft








• Personalistika a mzdy
• Majetek
• JetWeb S4/S5, Target S4/S5, Datev Balance, TaxEdit, Prodejna SQL
Moduly dostupné pouze ve verzi Money S5:
• MS CRM Conector, Obaly S5, Mobile S5, Business Inteligence, Řízení projektů
Dle údajů na webu výrobce, ze září 2007, informační systém Money používá přes 60 000
subjektů v České a Slovenské republice.
Technologie a systémové požadavky
Money S4/S5 je moderní objektově orientovaná aplikace založená na technologii .NET Fra-
mework 3.5 a jazyku C#. Data jsou uchovávána SQL databází. S použitými technologiemi
a uložením dat souvisí technické požadavky vyžadující operační systém Microsoft Windows
2003/2008 a databázi Microsoft Server 2005/2008 pro server. Klientská stanice je podmí-
něna operačním systémem Microsoft Windows XP SP3 a vyšší.
2.4 Architektura klient/server
Nejen ERP systémy uvedené v sekci 2.3 jsou postavené na architektuře klient/server zná-
zorněné na obrázku 2.2. V tomto typu architektury klientem nejčastěji bývá stolní stanice
s nainstalovanou klientskou aplikací. Data na klientské stanici nejsou uchovávána. Pro účely
perzistence dat slouží databáze na straně serveru. Kromě databáze se na serveru nachází
SŘBD1 zprostředkovávající komunikaci mezi aplikací a databází. Na celou problematiku je
1Systém Řízení Báze Dat
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možné hledět i tak, že klient se dotazuje a server odpovídá. Invertovaný způsob komunikace
není přípustný.
Před nasazením architektury je důležité brát zřetel na přinášející klady a zápory. Mezi
klady lze zařadit jednodušší údržbu ze strany administrátora, vyšší stupeň bezpečnosti
dat uložených v databázi. Naproti tomu server, jako klíčová jednotka, může při zatížení
odpovídat pomaleji na dotazy. Při cíleném zatížení útočníkem dochází až k odepření služby,
tedy situace, kdy server téměř, nebo vůbec nereaguje na dotazy klientů. Použití architektury
je signifikantní pro databázové, webové, poštovní, souborové, DNS1 a jiné služby.
Obrázek 2.2: Architektura klient/server




Tato kapitola nás provede technologiemi zvolenými pro vývoj systému. Na základě zadání
bakalářské práce jsem prostudoval platformu .NET a další Microsoft technologie. Následně
jsem vyčlenil komponentní a samostatné technologie potřebné pro implementaci a provoz
systému. V případě programovacího jazyka jsem měl na výběr mezi dvěma konkurenty – C#
a Visual Basic .NET. Osobní zkušenosti mám s oběma. Jazyky jsou generačně rovnocenné.
Dříve platilo, že každý jazyk měl svá rozšíření, ale postupně oblíbená rozšíření přejímá
i jazyk druhý. Dnes se již o faktické rozdíly nejedná. Nakonec jsem čistě z vlastní vůle zvolil
Visual Basic .NET, u kterého jsem si více oblíbil události a automatické doplňování syntaxe.
Další dilema nastalo s výběrem GUI1. Přiznám se, že původně jsem zamýšlel vybrat lehčí
a generačně starší Windows Forms, ale po konzultaci s vedoucím jsem zvolil novější WPF2
s Ribbon menu. Pro vývoj systému jsem použil vývojové studio Microsoft Visual Studio
2010 RC1. Pro databázový server a databázi byla jediná vhodná možnost – Microsoft SQL
Server 2008 s SQL databází. Pro tisk jsem zamýšlel snadnou tvorbu šablon zvládnutelnou
i osobou bez programátorských znalostí, proto jsem zvolil Microsoft Excel. Mírně pokročilý
uživatel nebude mít po krátkém zaškolení problém s tvorbou vlastních šablon.
Za klíčovou technologii pro implementaci vlastního ERP systému považujeme Microsoft
.NET Framework. Poskytuje prostředky pro psaní kódu a běh systému. Ostatní technologie
jsou podpůrné. Databázový server Microsoft SQL Server 2008 využijeme pro uložení dat.
Pomocí aplikace Microsoft Excel budeme schopni data tisknout a exportovat. Už z názvů
technoligií je patrné, že za všemi stojí společnost Microsoft. Obecně se technologie Micro-
softu řadí ke komerčním, ale vyjma aplikace Microsoft Excel jsme schopni použít verze pro
volné použití.
3.1 Microsoft .NET Framework
Microsoft .NET Framework [4] je komponenta obsažená v operačních systémech Microsoft
Windows pro tvorbu a běh stolních aplikací a webových služeb. Ke klíčovým komponen-
tám .NET Framework patří Common Language Runtime (CLR) a .NET Framework Class
Library. Psát aplikace v .NET Framework lze pomocí široké škály programovacích jazyků
(Visual Basic .NET, C#, C++ a F#).




Pokud máme obavy, že kvůli aplikacím určeným pro různé verze .NET Framework musí
být na hostitelském počítači nainstalovány nejlépe všechny verze, jsme na omylu. Od verze
2.0 platí pravidlo, že aplikace určené pro nižší verze poběží i na vyšších, je tedy zajištěna
zpětná kompatibilita.
Verze a systém
Pro systém jsem zvolil verzi 4.0. Jedná se o nejnovější současnou verzi poskytující vyšší
výkon, stabilitu a nové možnosti oproti předchozím, avšak ani nejnovější operační systém
Windows 7 neobsahuje implicitně požadovanou verzi. Proto na všech hostitelských počíta-
čích bude potřeba verzi 4.0 doinstalovat. Upozorňuji, že bez komponenty .NET Framework
verze 4.0 a vyšší nainstalované na hostitelském počítači nebude systém funkční.
Common Language Runtime
Common Language Runtime je prostředí pro běh aplikací a správu zdrojů. Aplikace vy-
užívající .NET Framework neběží přímo nad operačním systémem, ale právě nad CLR.





• Garbage collector – Stará se o automatickou správu paměti. Především uklízení od-
padu (Uvolňování paměti zpět do systému po objektech bez zpětné reference.).
• Bezpečnost
Obrázek1 3.1 popisuje schéma činnosti CLR. V době kompilace2 je kód napsaný v .NET
jazyku přeložen do mezijazyka CIL. Který je následně přeložen JIT3 překladačem do stro-
jového jazyka.
Common Intermediate Language
Common Intermediate Language je mezijazyk (bytecode), do kterého se překládají (kompi-
lují) zdrojové kódy. Použití CIL přináší nezávislost na programovacím jazyku a optimalizaci
kódu pro rychlejší vykonávání.
.NET Framework Class Library
.NET Framework Class Library je knihovna tříd obsahující třídy, rozhraní a hodnotové
typy. Knihovna tříd usnadňuje vývoj aplikací. Všechny jazyky spadající pod .NET mohou
využívat prostředků knihovny tříd.
1Zdroj: http://en.wikipedia.org/wiki/File:CLR diag.svg
2Kompilace a překlad jsou synonyma
3Just-In-Time
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Obrázek 3.1: Schéma činnosti CLR
3.2 Visual Basic .NET
Visual Basic .NET (VB .NET) [6] [15] je objektově orientovaný moderní programovací jazyk
pro tvorbu programů v prostředí .NET Framework. Spolu s jazykem C# patří VB .NET
k nejpoužívanějším jazykům platformy .NET Framework. S příchodem .NET Framework 4.0
přichází poslední verze Visual Basic 2010.
3.2.1 ADO.NET Entity Framework
Entity Framework (EF) [12] [2] posouvá způsob práce s daty databáze na vyšší úroveň abs-
trakce než doposud. Pokud potřebujeme získat data z databáze, nedotazujeme se přímo, ale
datového modelu entit (Entity nejsou objekty, ale definice objetků.), který vrací objekty.
Jakmile potřebujeme uložit provedené změny, uložíme tyto objekty. Entity Framework pro-
vede konverzi objektů do tabulek databáze. Využívá Entity Data Model (EDM) – model
vyvinutý z ER modelu1. Obrázek 3.2 popisuje architekturu Entity Frameworku.
Historie
První verze byla vydána jako součást .NET Frameworku 3.5 SP1. Druhá, propracovanější,
přišla ve verzi .NET Framework 4.0.
LINQ to Entities
LINQ2 to Entities je jazyk sloužící k dotazování nad EDM pomocí jazyka Visual Basic
.NET, nebo C#. Výhoda spočívá ve faktu, že dotaz vrací objekty. Podporuje IntelliSense3,





Entity Data Model – EDM
EDM je klíčová část Entity Frameworku definující entity a vztahy. Není identická s modelem
databáze, ale popisuje strukturu objektů na business vrstvě. EDM je v Entity Frameworku
reprezentován EDMX souborem. Visual Studio 2008 SP1 a vyšší poskytuje nástroje pro ge-
nerování EDM z fyzické databáze. Možný je i opačný postup, na základě EDM vygenerovat
databázi.
Obrázek 3.2: Entity Framework – schéma architektury [2]
3.2.2 WPF
Celým názvem Windows Presentation Foundation [9] je označována technologie pro vykres-
lování grafického uživatelského rozhraní na systémech Windows. Poprvé se WPF objevilo
jako součást .NET Frameworku 3.0 v roce 2006.
Akcelerace vykreslování
Grafické prvky jsou vykreslovány pomocí DirectX, tím je docíleno využití hardwarové akce-
lerace grafické karty pro vykreslování grafiky. Mimo 2D grafiky je podporována 3D, rastrová
a vektorová grafika.
XAML
Společně s WPF technologií přichází značkovací jazyk XAML1, na bázi XML, sloužící k po-
pisu prvků. Využitím XAML je možné oddělit práci grafika a programátora. Grafik vytváří
nové grafické prvky, programátor je dále propojuje s nižšími prvky aplikace.
1eXtensible Application Markup Language
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Data binding
Data binding je silným prvkem WPF sloužící k provázání hodnot mezi více prvky.
Podporované systémy
Imlicitně jsou podporovány operační systémy Windows 7, Windows Vista, Windows Ser-
ver 2008. Po doinstalování .NET Frameworku 3, eventuelně novější verze, jsou podporovány
i Windows XP SP2 a Windows Server 2003.
3.2.3 Ribbon
Poprvé se Ribbon objevil s příchodem Microsoft Office 2007 [11]. Jedná se o zcela nový
koncept menu aplikace měnící zažité standardy. Obrázek 3.3 zobrazuje Ribbon menu a sou-
části. Kromě modrého office motivu zobrazenému na obrázku je k dispozici černý office,
stříbrný office a klasický scenic motiv z Windows 7.
Obrázek 3.3: Ribbon [5]
Postupem času s každou novou vydanou verzí Microsoft Office dochází k růstu počtu
položek menu, až dochází k přiblížení limitům grafických rozhraní. A to ještě nezmiňujeme
fakt, že je stále složitější najít požadovanou funkcionalitu. Microsoft vynaložil nemalé fi-
nanční prostředky na vývoj. Než se dospělo k nynější podobě, uplynula dlouhá doba (cca.
3 roky). Jak ale přijít se zcela novým konceptem? Krok vedl ke zkoumání práce lidí s Micro-
soft Office. Bylo nahráno přes 10 tisíc hodin videa. Následný rozbor dopomohl k současné
podobě.
Knihovna Ribbon UI
Microsoft zveřejnil knihovnu Ribbonu na internetových stránkách volně ke stažení po od-
souhlasení licence. Nejdůležitějším bodem licence je podmínka, že Ribbon nebude použit
v aplikaci konkurující kancelářskému balíku Mcrosoft Office. Po stažení a přidání reference
na knihovnu v projektu (Visual Studio) je možné použití ve vlastní aplikaci.
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3.3 Microsoft Visual Studio 2010 RC1
Implementace aplikace není jednoduchá činnost. Aby byla práce co nejkomfortnější a nej-
efektivnějši, používá se tzv. vývojové prostředí (IDE1). K nejkvalitnějším vývojovým pro-
středím patří aplikace Microsoft Visual Studio [3], která je určena pro vývoj aplikací na
technologiích Microsoft .NET. Visual Studio je komerčním produktem vyjma edice Express,
která je poskytována zdarma. Edice Express neposkytuje plnou funkcionalitu.
Editor kódu
Mezi silné prvky Visual Studia patří editor kódu s podporou zvýraznění syntaxe a auto-
matickým dokončováním pomocí technologie zvané IntelliSense. IntelliSense během psaní
kódu nabízí výběr použitelné konstrukce, metody, property, výčtového typu na daném místě
včetně informace o typech, argumentech a popisu.
Designer
Designer je komponenta Visual Studia sloužící k tvorbě GUI aplikací. S využitím designeru
je možné tvořit podobu GUI vizuální cestou, takže i v době psaní kódu je GUI viditelné.
Debugger
Debugger slouží k analýze chování aplikace v době běhu. K pozastavení běhu aplikace
jsou využívány tzv. breakpointy. Pokud potřebujeme krokovat provádění kódu, zobrazovat
hodnoty proměnných a eventuelně i měnit hodnoty proměnných (neplatí pro 64bit režim),
nastavíme na příslušném řádku breakpoint. Jakmile dorazí provádění kódu na příslušný
řádek s breakpointem, je běh aplikace pozastaven a můžeme krokovat kód po řádcích,
zobrazovat hodnoty proměnných a eventuelně měnit i jejich hodnoty. Pokud potřebujeme
zjistit hodnotu proměnné, využijeme tzv. kukátko (watch).
3.4 Microsoft SQL Server 2008
Microsoft SQL Server [7] je systém řízení báze dat (SŘBD, angl. DBMS2) vyvinutý společ-
ností Microsoft Corporation. V komerčním prostředí se řadí mezi nejnasazovanější systémy.
Pro nekomerční prostředí je k dispozici edice Express s omezenou funkčností oproti place-
ným edicím. Pro správu dat v SŘBD slouží databázové jazyky z rodiny SQL3 – T-SQL4
a ANSI-SQL5.
SQL Server Management Studio
SQL Server Management Studio je grafický nástroj pro správu SQL Serveru. Použitím to-
hoto nástroje jsme například schopni spravovat, vytvářet, zálohovat a obnovovat databáze,
psát SQL dotazy s využitím IntelliSense, plánovat úlohy, nastavovat oprávnění a další.
Mimo správy lokálního serveru je možné spravovat i vzdálené servery.
1Integrated Development Environment
2Relational Database Management System
3Structured Query Language
4Transact-SQL
5American National Standards Institute SQL
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3.5 Microsoft Excel 2007
Patří do rodiny komerčních tabulkových procesorů, programů pracujících s tabulkami. Za
normálních okolností je distribuován jako součást kancelářského balíku Microsoft Office. Na
trhu existuje i bezplatná alternativa tabulkového procesoru Calc v balíku Open Office, ale





• Tabulek, kontingenčních tabulek
• VBA1 maker





Tato kapitola se zabývá návrhem vlastního ERP systému. V první řadě pohovoříme o en-
titách a vztazích v sekci ER diagram. Dále se soustředíme na vysvětlení důležitosti pro-
pracovaného grafického uživatelského rozhraní. Navrhneme jednotlivé moduly systému, ve
kterých se soustředíme na návrh jednotlivých entit, funkcí a jejich předpodkládaného cho-
vání v systému.
Firemní procesy
Na základě kapitoly Analýza jsem navrhl schéma, procesy a vzhled systému. V zadání
bakalářské práce je specifikován požadavek na zpracování nejméně dvou firemních procesů,
zvolil jsem vystavování faktur (modul Ekonomika) a zpracování zakázek (modul Logistika).
Po úvaze nad vyšší kvalitou a rozumnou funkcionalitou systému jsem přidal moduly Adresář
a Personalistika.
Pokročilé funkce
Funkcionalita systému bude rozšířena o pokročilé funkce – Párování bankovních výpisů,
Predikce splatnosti faktury, Hodnocení rizika neuhrazení faktury odběratelem,
Kreditní systém a Limity upozornění a odepředí vystavení faktury. Návrhu jed-
notlivých funkcí se věnuje sekce Ekonomika, respektive Adresář.
4.1 ER diagram
Zjednodušené schéma ER diagramu na obrázku 4.1 znázorňuje nejdůležitější entity a vztahy
mezi nimi.
4.2 Schéma databáze
Na základě ER diagramu 4.1 jsem navrhl schéma databáze viz. příloha C: Diagram data-
báze1.
1Názvy tabulek jsou v anglickém jazyce z důvodu automatického zpracování singuláru/plurálu Entity
Frameworkem.
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Obrázek 4.1: ER diagram
4.3 Grafické uživatelské prostředí
Jedním z aspektů úspěchu aplikace je propracované prostředí. Vývojář by měl brát zřetel
na to, že uživatelé informačního systému budou s aplikací pracovat každý den. Příliš ex-
travagantní styl může být na první pohled oku lahodící, ale postupem času se ukáže, že
odvádí od hlavního cíle a práce s tímto systémem se pro uživatele stává utrpením. To však
neznamená, že propracovaný grafický styl není důležitý. Pokud se ohlédneme do historie,
není příliš vzdálená doba, kdy převážně používaným operačním systémem byl MS-DOS1
s textovým uživatelským rozhraním. Uživatel ovládal počítač pomocí příkazů zadávaných
na klávesnici do příkazové řádky. Grafika byla neforemní černobílá, později rozšířená o zá-
kladní paletu barev. První opravdu grafické prostředí zaznamenáme s příchodem operač-
ního systému Windows a Mac OS. Zvyšující se výkon osobních počítačů umožňuje stále
propracovanější a přívětivější uživatelské prostředí. Mezníkem ve vývoji lze označit příchod
rozhraní Windows Aero od verze Windows Vista. Oproti předchozí verzím Windows jsou
využivány prostředky grafické karty v plné míře a přináší nové prvky a vyšší výkon i pro
běžné aplikace mimo grafická studia a počitačové hry.
Vzhled a ovládání aplikace musí být přívětivé a intuitivní. Pro uživatele není příjemné
pracovat s programem spíše přitěžujícím práci, když hlavním cílem bývá práci co nejvíce
zjednodušit a zrychlit. Jednotlivé akce jsou zpravidla barevně odlišené – zelená barva je
typická pro potvrzení, červená pro zrušení.
Vzhled a ovládání aplikace je důležitým faktorem pro úspěch aplikace v dnešním konku-
renčním prostředí. Této skutečnosti si je vědoma i společnost Microsoft, proto v kancelářské
aplikaci Microsoft Office 2007 nahrazuje klasické menu novým – Ribbon nebo také označo-
vané jako Office Fluent.
1Microsoft Disk Operating System, diskový operační systém
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4.4 Moduly
Ze sekce Z čeho se skládá ERP systém (2.2) je patrné, že moderní ERP systém se skládá
z více modulů s určitým zaměřením a funkčností. Pokud opomeneme stránku implementace,
tak minimálně výhodou je, že si každý zákazník může zvolit pouze moduly nezbytné pro
pokrytí požadavků na funkčnost systému v daném firemním prostředí. Výhody plynoucí
z modulového přístupu využijeme i my v našem systému. Budeme navrhovat a implemen-
















Po spuštění systému zobrazíme kartu Přehled, na které se uživatel systému dozví o důleži-
tých údajích a souhrnech z modulů systému. Karta bude generována na základě aktuálních
dat z databáze, aby mohla být použita v konkurenčním prostředí, tedy prostředí, ve kte-
rém více uživatelů manipuluje s identickým souborem dat. Proto bude doplněna možností
obnovení, při kterém se vygeneruje nové aktuální souhrny modulů z dat v databázi. Pro








• Faktury dnes vystavené – počet, počet hotově, počet převodem, celková částka, částka
hotově, částka převodem
• Faktury dnes splatné – počet, celková částka
• Faktury celkem vystavené – počet, počet hotově, počet převodem, celková částka,
částka hotově, částka převodem
• Faktury celkem neuhrazené – počet, celková částka, počet před splatností, částka před
splatností, počet po splatnosti, částka po splatnosti
Logistika
• Zakázky dnes – počet vytvořených
• Zakázky celkem – počet vytvořených
4.5 Adresář
Ke klíčovému modulu informačního systému patří Adresář, kde je vhodné udržovat údaje
o osobách a firmách. Tyto entity pojmenujeme jako kontakty a firmy. Kontaktem může
být např. jednatel, obchodní ředitel, zaměstnanec zastupující dodavatele/odběratele, nebo
nepodnikající zákazník. Firmou pak právní subjekt např. akciová společnost, společnost
s ručením omezeným a živnostník. Další moduly budou využívat údajů z adresáře, aby
bylo možné identifikovat příslušnost dat v systému ke konkrétnímu subjektu a zamezilo se
duplicitě dat, například ve fakturách, aby se u každé faktury neukládaly všechny fakturační
údaje odběratele, ale pouze ID odběratele, pokud je již v adresáři uložen.
4.5.1 Firma
Fyzické a právnické osoby zařazujeme pod firmy. Obecně řečeno se jedná o subjekty s IČ
a eventuelně i s DIČ. Pokud se s danou firmu komunikuje častěji, je vhodné přidat firemní
údaje do adresáře. Údaje se využijí jako zdroj informací při navazování osobní komunikace,
vystavení faktury nebo také založení zakázky. O firmě budeme uchovávat údaje – název, IČ,
DIČ, fakturační adresu, tyto údaje budou figurovat jako údaje o odběrateli při vystavení
nové faktury. Dále budeme uchovávat adresu sídla, fakturační adresou, adresu webové pre-
zentace, email, telefon, číslo bankovního účtu, kód banky a kontaktní osobu, kterou bude
možné zvolit ze seznamu kontaktů uložených v systému.
Platební morálka
Vedle uchovávaných firemních údajů přidáme generované údaje, které se vytvářejí až za
běhu systému z kolekce vystavených faktur na příslušnou firmu. Jedná se o údaje Počet ne-
uhrazených faktur, Neuhrazené faktury (Suma celkových cen faktur) a Průměrná splatnost
faktur. Blok generovaných údajů pojmenujeme Platební morálka. Firma neplatící nebo
platící opožděně faktury není solidním a žádaným partnerem. Bližší informace o generova-
ných údajích si osvětlíme v sekci Faktury (4.6.1). Aby bylo možné vystavit firmě fakturu,
musí se vyplnit fakturační údaje subjektu jako název, IČ, adresa a eventuelně DIČ.
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Kreditní systém
Kreditní systém bude sloužit k nastavení výše kreditu, do kterého může firma nakupovat
zboží na fakturu s úhradou převodem na účet. Po vyčerpání kreditu nebude možné vystavit
firmě fakturu převodem na účet. Jakmile firma uhradí faktury, bude opět možné vystavovat
faktury do výše kreditu. U každé firmy bude výše kreditu individuální a bude i možné pro
konkrétní firmu kreditní systém zakázat.
Karta firmy
Pro snadnou manipulaci s údaji vytvoříme grafickou kartu Firma, na které v systému
zobrazíme uchovávané a generované údaje firmy. Uživateli systému umožníme explicitní
editaci uchovávaných údajů. Pro zobrazení všech firem v systému vytvoříme grafickou kartu
Firmy zobrazující tabulku se všemi firmami uloženými v systému. Jako rozšíření zobrazíme
údaj o riziku uhrazení faktury. Na obou kartách bude uživateli systému umožněno odstranit
firmu. Avšak pokud na firmu byla již vystavena faktura nebo vytvořena zakázka, odstranění
bude znemožněno, protože v případě odstranění firmy by ve všech fakturách a zakázkách,
kde figuruje odstraněná firma, došlo ke ztrátě údajů o odběrateli, respektive zadavateli.
4.5.2 Kontakt
Kontaktem v tomto případě rozumíme osobu, která může stát samostatně, nebo být přiřa-
zena k firmě. Pokud je kontakt přiřazen k firmě, považujeme jej za osobu, která zastupuje
danou firmu. V případě kontaktu nepřiřazenému firmě se může jednat například o zákazníka
nakupujícího častěji. Uložené údaje využijeme při vystavení faktury, aby jako v případě fi-
rem nedocházelo k zbytečné duplicitě dat uložených v databázi. V našem systému budeme
zobrazovat přehled všech kontaktů a umožníme případnou editaci i po vytvoření a uložení
nového kontaktu. Jestliže nebudeme kontakt dále uchovávat, může být odstraněn.
4.6 Ekonomika
Dostáváme se k nejkomplexnějšímu modulu našeho systému. Naším úkolem bude navrhnout
propracované rozhraní pro vydávání faktur s inteligentními funkcemi a možností poskytnout
souhrné informace jiným modulům.
4.6.1 Faktury
Faktura je daňový doklad, na který se vztahují požadavky na formu a potřebné údaje.
Následující údaje převzaty z [10].
Náležitosti faktury pro neplátce DPH:
• Označení ”Faktura – daňový doklad”
• Číslo faktury
• Údaje dodavatele – jméno, adresa, IČ
• Údaje odběratele – jméno, adresa, IČ





Pro plátce DPH je potřeba uvádět DIČ1 dodavatele a eventuelně odběratele, pokud má.
DIČ, jednotkovou cenu bez DPH, základ daně (Součin množství a jednotkové ceny.), sazbu
daně (10% nebo 20% v roce 2010) a zaokrouhlení.
Karta faktury
Pro zobrazení, úpravy a vystavení nové faktury vytvoříme kartu faktury. Údaje o odběrateli
se budou načítat z adresáře (firma, kontakt), nebo je uživatel zadá ručně. Datum vysta-
vení se bude automaticky přednastavovat na aktuální den. Položky faktury bude uživatel
systému schopen přidávat, upravovat a odstraňovat. Celková cena se automaticky vypočítá
na základě zadaných položek. Při uložení dojde k vystavení faktury a vygenerování čísla
faktury. Musíme dbát, aby faktura s vyšším číslem nebyla vystavena dříve, než faktura
s číslem nižším.
Jedinou povolenou úpravou již vystavené faktury je zadání data zaplacení. Ostatní údaje
není možné měnit. Pouze faktura s vyplňeným datem zaplacení se stává uhrazenou, ostatní
faktury jsou vedené jako neuhrazené. Odstranění vystavené faktury také není možné. Po-
kud bychom odstranili fakturu s číslem, které není koncové, vznikne mezera v číselné řadě
s následkem zpochybnění hodnověrnosti vystavených faktur.
Přehled faktur a filtr
Do systému přidáme kartu zobrazující přehled všech vystavených faktur. Zajímají nás údaje:
číslo faktury, odběratel, datum vystavení, datum splatnosti, datum uhrazení, forma úhrady
a celková cena. Aby se zvýšila přehlednost, vytvoříme filtr s možností specifikovat datum
vystavení faktury (datum od a datum do). Jestliže potřebujeme zobrazit faktury vystavené
v měsíci únor, nastavíme datum vystavení od na první den v únoru a datum vystavení
do na poslední den v únoru. Tím docílíme zobrazení faktur vystavených pouze v měsíci
únor. Vystavené faktury v jiných měsících se nezobrazí a nebudou zbytečně rušit a snižovat
přehlednost.
Tisk a export do formátu PDF
Data v ostatních modulech jsou cenná i bez výstupu ze systému, ale tato skutečnost ne-
platí pro faktury. Odběratel zboží potřebuje fakturu v tiskové podobě s nezbytnými údaji
k založení do účetnictví. Kromě tiskové podoby připadá v úvahu elektronická podoba. Na-
příklad ve formátu PDF1 a doručení zákazníkovi v příloze emailové zprávy. Formát PDF
je vhodný a v dnešní době hojně využívaný. Existuje celá řada volně šířitelných prohlížečů
dokumentů ve formátu PDF umožňujících zobrazení a tisk. Například Adobe Reader2. Jak
jsme zmínili výše, na fakturu se vztahují určité požadavky. Ale úprava je do jisté míry
na vůli tvůrce. K vytvoření podoby faktury určené pro tisk a export do PDF využijeme
1Daňové Identifikační Číslo
1Portable Document Format – Přenosný formát dokumentů
2http://get.adobe.com/reader/
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aplikaci Microsoft Excel. Vytvoříme šablonu faktury, do které bude náš systém doplňo-
vat údaje o dodavateli, odběrateli, údajích faktury (číslo faktury, datum vystavení, datum
zdanitelného plnění, datum splatnosti a forma úhrady) a údajích o fakturovaných polož-
kách (název, množství a cena). Nespornou výhodu využití šablony přináší fakt, že šablonu
lze upravovat i po nasazení systému. Není vázána na programový kód aplikace a nutnost
opětovné kompilace kódu včetně nasazení nové verze systému, respektive modulu.
Bankovní výpisy
Aby uživatel systému nemusel ručně kontrolovat výpis z bankovního účtu a párovat pří-
chozí platby s vystavenými fakturami, implementujeme funkci Párování bankovních výpisů
pro načítání bankovních výpisů s automatickým párováním přijatých plateb a faktur. Fak-
tury a platby budou párovány na základě hodnoty variabilního symbolu a čísla faktury.
Proto v šabloně faktury nesmíme opomenout varibilní symbol s hodnotou shodnou s číslem
vystavené faktury.
Hodnocení rizika neuhrazení faktury odběratelem
Další funkcí bude riziko neuhrazení faktury odběratelem. Údaj rizika bude graficky inter-
pretován barevným pruhem s hodnotou od 0 do 100 v detailech firmy ve výpisu firem.
Aby bylo riziko co nejvěrohodnější, bude se skládat ze dvou typů rizik – riziko poměru
počtu neuhrazených a uhrazených faktur danou firmou a riziko poměru částek neuhraze-
ných a uhrazených faktur danou firmou. Pokud se hodnota rizika blíží 0, jedná se o nízké
riziko. Naopak, pokud se hodnota rizika blíží 100, jedná se o vysoké riziko.
Predikce splatnosti faktury
Funkce Predikce splatnosti faktury lze chápat jako průměrný počet dnů trvajících odběrateli
uhrazení faktury. Tento údaj bude vhodné zobrazovat na kartě firma v bloku Platební
morálka. Mělo by se dbát na to, aby byl uživatel systému informován v případě, že odběratel
nemá doposud uhrazené faktury.
Limity
V nastavení modulu přidáme parametry pro nastavení limitů upozornění a odepření vy-
tvoření faktury. Pokud splatnost faktur odběratele přesáhne limit upozornění, bude uživa-
tel aplikace při vytváření faktury upozorněn na tuto skutečnost. Jestliže splatnost faktur
překročí i limit odepření, nebude možné fakturu vytvořit. Parametry budou dvou typů –
dny splatnosti a počty nezaplacených faktur.
4.7 Logistika
Tato sekce se zabývá návrhem modulu Logistika respektive zakázkami.
4.7.1 Zakázky
Jestliže zákazník zadá objemnější nebo dlouhodobější objednávku, můžeme využít zaká-
zek. Zakázka v našem systému bude sloužit z určitého pohledu jako složka sdružující fak-
tury, bližší informace a stav, ve kterém se nachází. Při vytváření nové zakázky je potřebné
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specifikovat zadavatele. Mezi další charakteristické údaje patří číslo zakázky identifiku-
jící jednoznačně zakázku, název, popis, stav, datum vytvoření, termín dokončení a datum
dokončení. Číslo zakázky budeme generovat automaticky, ostatní údaje bude vyplňovat uži-
vatel systému. Název slouží pro snažší identifikaci, popis specifikuje zakázku a poznámky.
Datum vytvoření bude vyplňován automaticky aktuálním dnem. Termín dokončení určuje
buď předpokládaný datum dokončení, nebo určený datum, který je závazný a neměl by
být překročen. Jinak firma nedostojí slibům a může platit penále za opožděné dokončení.
Datum dokončení je vyplňován až po dokončení zakázky. Stavem dáváme najevo fázi zpra-
cování. Bohužel není předem možné obecně určit potřebné stavy pro všechny obory pod-
nikání zároveň, proto nezadáme stavy napevno do kódu aplikace, ale umožníme úpravu
v nastavení modulu. Aby bylo možné dodatečné přizpůsobení uživatelem po nasazení sys-
tému. V průběhu zpracování zakázky bude možné vystavovat faktury patřící k zakázce.
Pro upřesnění, jedná se o plnohodnotné faktury s tím rozšířením, že budou mít nastavenou
příslušnost k dané zakázce a budou se zobrazovat i na kartě zakázky. Posledním rozšířením
je možnost přiřazovat zaměstnance pracující na zakázce. Po dokončení zakázky (Příslušný
stav a nastavený datum dokončení.) nebude již možné vystavovat další faktury a přiřazovat
zaměstnance.
Modelová situace
Pro lepší představu o funkci a využití zakázek si nastíníme modelovou situaci stavební
firmy a zákazníka objednávajícího výstavbu rodinného domu. Na základě zákazníkovy ob-
jednávky a dohody vytvoříme v systému zakázku. Zadáme zákazníkovy údaje, název (”Vý-
stavba rodinného domu”), popis (Údaje o domu, použitých materiálech, etapách a spe-
ciálních požadavcích zákazníka) a výchozí stav zakázky (”Tvorba projektu”). Přiřadíme
zakázce stavbaře vytvářejícího projekt z řad firemních zaměstnanců. Po vytvoření projektu
vystavíme zákazníkovi fakturu za vytvoření projektu a přiřadíme ji k dané zakázce. Po
odsouhlasení zákazníkem započne první etapa výstavby (Např. výstavba základů stavby.),
tak změníme stav zakázky na ”Probíhá první etapa”a přiřadíme zaměstnance pracující na
etapě. Po dokončení první etapy opět vystavíme zákazníkovi fakturu za odvedenou práci,
materiály nebo zálohu. Změníme stav a přiřadíme zaměstnance. Tento postup pokračuje až
do úplného dokončení a předání domu. Kdykoliv během stavby může odpovědný záměst-
nanec nahlížet do zakázky, aby se dozvěděl o současném stavu, přiřazených zaměstnancích
nebo se přesvědčil, že zákazník zaplatil fakturu a je možné přejít k další etapě výstavby.
Tedy cílem zakázek je mít všechny potřebné informace pod jednou střechou.
4.8 Personalistika
Hovoříme-li o středních a větších firmách zaměstnávající lidi, nelze opomenout persona-
listiku. Proto ani v našem návrhu a aplikaci neopomeneme tento důležitý modul. Tímto
modulem získáme kontrolu a informovanost o odděleních, pracovních pozicích a obzvláště
o zaměstnancích.
4.8.1 Oddělení
Firmy jsou zpravidla členěny do více oddělení. Každé oddělení má název odpovídající čin-
nosti vedení, například účtárna. V účtárně pracují účetní starající se o účetnictví, vystavo-
vání faktur a další finanční záležitosti. Personální oddělení má v popisu práce nábor nových
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zaměstnanců. Vedení firmy sdružující ředitele a vyšší managery pak zajišťuje běh firmy jako
celku. Dalo by se samozřejmě uvézt nepřeberné množství dalších oddělení. Specifické ve-
dení pro každé oddělení je přítomnost vedoucího pracovníka. Vedoucí pozicí je pověřený
pracovník. Vedoucí pozice je specifická pro každé oddělení. Tuto skutečnost neopomíjíme
a plánujeme specifikaci vedoucího pracovníka zařadit mezi údaje o oddělení. Nyní jsme si
načrtli návrh oddělení. Funkce pro přidání, odstranění a editaci údajů o oddělení jsou sa-
mozřejmostí. V případě pokusu o odstranění musíme brát v potaz skutečnost, že v systému
mohou existovat zaměstnanci, kteří mají nastavený atribut oddělení na právě námi odstra-
ňované oddělení. Jestliže k této skutečnosti dojde, neměli bychom dovolit uživateli systému
oddělení odstranit. Ale raději uživatele upozornit na tuto skutečnost. Pokud uživatel sys-
tému u zaměstnanců změní oddělení na jiné, již bude schopen oddělení odstranit. Před
provedením odstranění oddělení bude pro jistotu ještě vyzván k odsouhlasení odstranění,
protože odstranění je nevratné.
4.8.2 Pracovní pozice
Sestoupíme-li o úroveň níže, přichází v úvahu pracovní pozice. Pracovní pozice bude mít
jediný atribut název. Název pracovní pozice specifikuje náplň práce zaměstnance. Progra-
mátor programuje, vedoucí IT řídí toto oddělení, skladník pracuje ve skladu. Opět jako
v případě oddělení jsou nepostradatelné funkce pro přidání, odstranění a editaci údajů
o pracovní pozici. Při pokusu uživatele systému odstranit pracovní pozici opět implemen-
tujeme kontrolu na existenci zaměstnanců, kteří mají pracovní pozici nastavenou.
4.8.3 Zaměstnanci
Poslední v našem řešení a současně nejdůležitější částí modulu Personalistika jsou za-
městnanci. Základními atributy zaměstnance jsou jméno, příjmení, adresa, telefon a email.
Zaměstnanci pracují na pracovních pozicích pod určitým oddělením. Zaměstnanec nemůže
současně pracovat na více pozicích, ani pod více odděleními. Jestliže zaměstnanec ukončí
pracovní poměr, zařadíme zaměstnance do skupiny bývalých zaměstnanců. Při prvním po-
hledu může budit dojem, že je možné údaje o bývalém zaměstnanci odstranit ze systému,
ale tímto krokem bychom napáchali obrovské chyby a mohlo by dojít až k porušení integrity
dat. Ztratili bychom jakékoliv údaje o zaměstnanci pro možnou budoucí komunikaci (na-
příklad dořešení odstupného), ale i zpětnou informaci o tom, že konkrétní osoba někdy, kde
a v jakém oddělení pracovala. Pokud bývalý zaměstnanec pracoval na zakázkách, vystavoval
faktury, tak porušíme i integritu dat a ztratíme důležité záznamy s následkem degradace
hodnověrnosti údajů v zakázkách a fakturách. Pro přehlednost nastavíme výchozí zobra-
zení zaměstnanců na zaměstnance v současné době pracující na jakémkoliv oddělení. Bývalé
zaměstnance je možné zobrazit po nastavení filtru. Pokud bude ve firmě vyšší počet zaměst-
nanců, bude výhodné přidat i filtr na název oddělení. Aby se zobrazili pouze zaměstnanci




Tato kapitola pojednává o samotné implementaci vlastního ERP systému založené na ná-
vrhu dle kapitoly Návrh. Nejprve se zaměříme na strukturu aplikace a blíže popíšeme
implementaci jednotlivých vrstev a nejdůležitějších komponent ve vrstvách. Nakonec se
budeme zabývat způsoby nasazení (deployment).
5.1 Třívrstvý model aplikace
Jak napovídá název sekce, model je založen na třech oddělených vrstvách komunikujících
mezi sebou. Vyšší vrstva komunikuje s nižší vrstvou přímo, nižší komunikuje s vyšší vrstvou
pomocí událostí.
• Prezentační vrstva – Grafická stránka aplikace
• Aplikační (Business) vrstva – Třídy objektů a logika aplikace
• Datová vrstva (Data Access Layer) – Komunikace s databází (Entity Data Model,
eventuelně lokální databáze)
Pro upřesnění, obrázek 5.1 znázorňuje jednotlivé vrstvy aplikace podrobněji.
Obrázek 5.1: Schéma vrstev aplikace
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5.2 Prezentační vrstva
Tato sekce nás seznámí s implementací vrstvy starající se o GUI aplikace.
Hlavní okno
Aplikace je vizuálně tvořena hlavním oknem MainWindow tvořeného následujícími kompo-
nentami:
• RibbonMenu
• NavigationPanel – Kontejner obsahující zástupce záložek
• ContentPanel – Kontejner, ve kterém se zobrazují záložky s obsahem
• StatusPanel – Kontejner umístěný na spodní straně okna zobrazující informační
zprávy o dění v aplikaci
Záložky
Aplikace pracuje pouze s jediným hlavním oknem. Další okna nejsou potřeba, protože jsou
zastoupena záložkami po vzoru internetových prohlížeců, tím je zaručena rychlejší a přehled-
nější práce s aplikací. Uživatel nemusí okna zdlouhavě hledat a uspořádávat, protože stále
vidí zástupce všech otevřených záložek. Záložky jsou reprezentovány User Controlem1. Pro
zobrazení záložek je vyčleněn kontejner ContentPanel. Pokud je potřeba zobrazit záložku,
je záložka přidána do kolekce children ContentPanelu, což má stejný efekt jako bychom
přidali záložku v době implementace, ale s tím rozdílem, že je možné měnit záložky v době
běhu aplikace. Na identickém algoritmu funguje i NavigationPanel zobrazující zástupce
záložek (usrBookmark).
Moduly






Karty entit jsou záložky zobrazující informace o entitách.
CollectionViewSource
Data z databáze nejsou načítána přímo do GUI, ale využívá se XAML bindování, které za-
jišťuje obousměrné provázání ovládacích prvků s ObservableCollection (5.3.1). Bindování
není nastaveno přímo, ale využívá se CollectionViewSource, kde CollectionViewSource je
binding source (zdroj) pro GUI a ObservableCollection zdrojem pro samotné Collection-
ViewSource. Jedná se vlastně o vložení view vrstvy.
1Ovládací prvek, který může obsahovat další ovládací prvky.
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CollectionView
CollectionView určuje aktuální pozici v kolekci a umožňuje nad kolekcí provádět řazení
a filtrování bez nutnosti manipulace se zdrojovou kolekcí. Není vytvářena vlastní instance
CollectionView, ale získává se z property View patřící CollectionViewSource.
5.3 Aplikační vrstva
Tato sekce nás zasvětí do implementace knihoven CoreObjects a Log.
5.3.1 CoreObjects
Knihovna CoreObjects je srdcem celé aplikace. Obsahuje klíčovou třídu správce záložek




• Core třída pro upravené operace s Entity Framework – clsEntityCore
• Core třídy jednotlivých modulů
• Kolekce entit – Potomci ObservableCollection.
• Konvertory
Správce záložek
Správce záložek reprezentován třídou clsTabsManager se stará o správnou funkci záložek
– vytvoření záložky, uzavření záložky a přepínání mezi záložkami. Dále definuje informační
zprávy, které je možné zobrazit ve status baru. Aby bylo možné poznat, ke kterému zástupci
záložky záložka patří, správce definuje hash tabulku, kde klíčem elementu je zástupce zá-
ložky a hodnotou elementu je záložka.
ObservableCollection
K propojení ObjectContext (FERP2010V1Entities) z datové vrstvy a CollectionViewSource
z prezentační vrstvy slouží ObservableCollection. V našem případě třídy s názvem dané
entity s příponou Collection dědící po ObservableCollection a nacházející se v knihovně
CoreObjects. ObservableCollection je speciální kolekce pro WPF umožňující obousměrný
data binding. Takže změny provedené na nižší vrstvě reflektuje do GUI prezentační vrstvy.
Párování bankovních výpisů
Na základě návrhu je implementována funkce Párování bankovních výpisů (PairInvoices).
Uživatel systému je nejdříve vyzván k výběru souboru s bankovním výpisem ve formátu
XML. Funkce postupně prochází položky výpisu a hledá shodu variabilního symbolu po-
ložky s číslem faktury v systému. Pokud je nalezena shoda a současně platí podmínka, že
faktura nebyla ještě uhrazena, jedná se o úhradu z příslušné faktury. Pro jistotu, než bude
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faktura nastavena jako uhrazená, je kontrolována výše úhrady a celková částka faktury.
Jestliže částky nesouhlasí, nedojde ke spárování a je již pouze na uživateli, aby situaci
vyrešil dle interních firemních pravidel. Pokud částky souhlasí, je doplněn datum úhrady
dnem přijetí úhrady z bankovního výpisu. Tím je faktura z pohledu systému uhrazena.
Po ukončení párování je uživatel informován o počtu spárovaných a nespárovaných plateb.
Tabulka 5.1 znazorňuje strukturu XML souboru bankovního výpisu.
<Vypis Ucet=ÿÿ Datum=ÿÿ Banka=ÿÿ >
<Polozky>
<Polozka Datum=ÿdd.mm.yyyyÿ NazevProtiuctu=ÿÿ Protiucet=ÿÿ
Castka=ÿÿ VS=ÿÿ KS=ÿÿ SS=ÿÿ Zprava=ÿÿ />
</Polozky>
</Vypis>
Tabulka 5.1: Bankovní výpis – struktura XML souboru
Kreditní systém
Před vystavením faktury s převodem na účet je kontrolován kreditní limit (součet částky
neuhrazených faktur a částky vystavované faktury), pokud by byla vystavovanou fakturou
výše kreditu překročena, nebude faktura vystavena a uživatel systému bude upozorněn.
V případě, že firma nemá povolený kreditní systém, kreditní limit kontrolován není.
Hodnocení rizika neuhrazení faktury odběratelem
Tato funkce se skládá z průměru dvou typů hodnocení rizik – na základě poměru počtu
neuhrazených a uhrazených faktur danou firmou (DoRizokoPocet) a na základě poměru čás-
tek neuhrazených a uhrazených faktur danou firmou (DoRizokoCastka). Výsledná hodnota
rizika neuhrazení faktury odběratelem je bindována pomocí converteru clsAVGConverter.
Predikce splatnosti faktury
Funkce predikce splatnosti faktury (GetPrumernaSplatnost) počítá pro každou uhrazenou
fakturu odběratele počet uplynulých dnů od data vystavení do data uhrazení a pro ka-
ždou neuhrazenou počet uplynulých dnů od data vystavení do aktuálního dne. Následně
jsou výsledky sečteny a zprůměrovány. Pokud má odběratel neuhrazenou fakturu, přidá se
k výslednému průměru dnů znak ”+”.
Tisk a export faktur
Metoda pro tisk a export do PDF (PrintInvoice) využívá knihovnu Microsoft Excel,
pomocí které je možné otevřít existující sešit (fakturaSablona.xlt) se šablonou faktury a na
předem definovaná místa v šabloně vyplnit údaje právě otevřené faktury.
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5.3.2 Log
Pokud v aplikaci nastane výjimka, je zavolána metoda LogException, která uloží informace
o nastalé výjimce (čas, zdroj, název a popis výjimky) do databáze.
5.4 Datová vrstva
Datovou vrstvu tvoří knihovna Data zastoupená stejnojmenným projektem, který ob-
sahuje vygenerovaný Entity Data Model (EDMFERP2010.edmx), upravené třídy entit
a eventuelně lokální databázi FERP2010V1.mdf. Zároveň s EDM je vytvořena třída en-
tit FERP2010V1Entities, poděděná z ObjectContext, sloužící pro přístupu k entitám.
Abychom následně získali přistup k entitám s možností změn, je potřeba vytvořit instanci
FERP2010V1Entities a dotazem LINQ to Entities získáme požadované objekty entit. Po
provedení změn je potřeba zavolat metodu SaveChanges (instance FERP2010V1Entities)
perzistující změny.
5.5 Deployment
Tato sekce se zabývá problematikou vytvoření instalačního balíčku pro distribuci klientské
aplikace výsledného systému. Na výběr máme ze dvou možností – ClickOnce nebo použití
Deployment project.
Prerekvizity
Komponenty, které jsou potřebné pro běh aplikace, můžeme specifikovat před vytvořením
distribučního balíku v obou uvedených možnostech distribuce, tím se stanou prerekvizitami.
Aby mohla být distribuovaná aplikace nainstalována, musí hostitelský operační systém ob-
sahovat všechny specifikované prerekvizity bez výjimky. V případě, že neobsahuje, jsou
nabídnuty prerekvizity ke stažení z internetu. Ještě existuje možnost distribuovat prerekvi-
zity spolu s aplikací.
Verze .NET Framework
Původně jsem zamýšlel použít platformu .NET Framework 4.0 Client Profile, ale instalace
Windows SQL Server 2008 vyžaduje minimálně .NET Framework 2.0 SP2. Který není ve
Windows XP obsažen (Pouze verze 1.1). Windows Vista a Windows 7 obsahují verzi 3.0
respektivě 3.5, tak problém při instalaci nenastává. Není výhodné distribuovat zbytečně více
verzí .NET Framework. Proto jsem pro celou aplikaci použil platformu .NET Framework
4.0.
5.5.1 ClickOnce
Jak napovídá překlad názvu, pomocí této technologie je možné distribuovat aplikaci pomocí
jediného kliknutí (Publish). Nasazením ClickOnce [1] vyřešíme tři vyskytující se problémy:
• Aktualizace aplikace – Narozdíl od nasazení pomocí Windows Installeru není nutné
aplikaci celou reinstalovat při vydání nové verze. Aplikace si sama aktualizace zjišťuje
a instaluje před spuštením.
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• Dopad na uživatelův počítač – Nepoužívá sdílené složky, tak nemůže docházet k vzá-
jemnému konfliktu mezi aplikacemi.
• Bezpečnostní oprávnění – Nasazení nevyžaduje aministrátorská práva oproti použití
Windows Installeru.
Aplikaci je možné zveřejnit na web, síťový server nebo pevné úložiště (např. CD, Flash
disk atd.). Instalace aplikace nebyla nikdy snažší. Použijeme-li zveřejnění na web, stačí
uživateli poslat adresu webové stránky, ze které jedním kliknutím spustí instalaci aplikace.
5.5.2 Deployment project
Bohužel se nepodařilo přidat soubor s lokální databází do distribuce u ClickOnce. Lze při-
dat assembly, ale ne MDF soubor databáze. Tato skutečnost nevadí, pokud nepotřebujeme
použít soubor s lokální databází, tedy reálná situace nasazení systému, kdy je databáze
umístěna na síťovém serveru. Ale pro potřeby testování výsledného systému ze strany ve-
doucího a oponenta této bakalářské práce využijeme distribuci pomocí Deployment projektu
ve Visual Studiu 2010 RC1. Tento krok ztížil implementaci z důvodu vytváření speciální
verze distribuce a použití další technologie, ale na druhou stranu velice usnadní práci vedou-
címu a oponentovi. Pro testování není koncept lokální databáze zcela vhodný, protože po
opětovném buildování projektu je databáze znova kopírována a původní přepsána (Dochází
k situaci, že data, která jsme při debuggování vložili, jsou ztracena).
Výstup





Vytvoření moderního komplexního ERP systému vyžaduje znalosti nepřeberného množství
technologií a jejich vzájemnou koexistenci. Nejedná se tedy pouze o znalost programovacího
jazyka. K vytvoření ERP systému jsem použil vývojové prostředí Visual Studio 2010 RC1
pro správu, návrh, úpravu kódu, debuggování, kompilaci a vytvoření instalačního balíčku
celého systému, jazyk Visual Basic .Net k implementaci systému a propojení s dalšími
technologiemi, WPF a Ribbon k vytvoření grafického rozhraní pro komunikaci uživatele
a systému, Entity Framework 4.0 k propojení logiky mezi vrstvou aplikace a databázovým
serverem, LINQ to Entities k dotazování proti konceptuálnímu modelu, databázový server
Microsoft SQL Server 2008 a znalosti databází k vytvoření, úpravě a uložení databáze
systému, Microsoft Excel 2007 k vytvoření tiskové šablony, tisku a exportu do formátu
PDF a LaTeX k tvorbě této technické zprávy.
Výsledný systém
Využitím výše uvedených technologií jsem implementoval ERP systém obsahující moduly
– Adresář, Ekonomika, Logistika a Personalistika. Adresář umožňuje evidenci firem
a kontaktních osob. Pro firmy je zaveden kreditní systém. Ekonomika umožňuje vystavo-
vat, analyzovat, tisknout a exportovat (PDF) faktury. Využitím aplikace Microsoft Excel
jsme schopni upravovat vzhled faktur pro tisk a export. Faktury jsou rozšířeny o limity
upozornění a odepření vystavení faktury na daného odběratele, funkci Párování bankovních
výpisů, která automaticky spáruje přijatou platbu na bankovním účtu s vystavenou faktu-
rou, funkci Hodnocení rizika neuhrazení faktury odběratelem a funkci Predikce splatnosti
faktury. Logistika eviduje zakázky s propojením na firmu, nebo kontaktní osobu v adresáři,
faktury patřící pod zakázku a zaměstnance pracující na zakázce. Personalistika eviduje
zaměstnance, oddělení a pracovní pozice.
Budoucí vývoj systému
Koncepce vytvořeného systému umožňuje další vývoj s přidáním modulů, funkčností a even-
tuelně i úpravě logiky. Aby mohl být systém využit zahraniční firmou, bude nutné přidat
jazykové verze. V reálné situaci může být potřeba pracovat s více peněžními měnami, proto
by bylo vhodné rozšířit systém o tuto funkcionalitu. Spolu s cizími měnami by bylo vhodné
přidat funkci pro načítání denních kurzů České národní banky. Když už hovoříme o bance,
mohli bychom přidat podporu více formátů bankovních výpisů z účtu. Před samotnou im-
plementací cizích měn bude nutná konzultace s účetním poradcem, aby úprava vyhovovala
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českému zákonu o účetnictví. Pokud by se systémem měl pracovat vyšší počet zaměst-
nanců s rozdílným postavením ve firmě, bude nutné přidat uživatelské skupiny a oprávnění
k provedení akcí systému, aby právo vystavovat faktury neměli běžní uživatelé. K dalším
rozšířením by přicházelo zvážit – komplexnější systém řízení zakázek, skladové hospodář-
ství, vytváření komplexních přehledů pro manažerské rozhodování, účetnictví a aplikační
služba pro plánování úloh. Všechna, nebo alespoň část zmíněných rozšíření systému by bylo
možné navrhnout a implementovat v rámci diplomové práce.
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Příloha A
Obsah CD/DVD
Přiložené CD/DVD obsahuje:
• Zdrojové kódy
• Instalační soubory
• Návod instalace
• Dokumentaci
• Technickou zprávu
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Příloha B
Ukázka systému
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Příloha C
Diagram databáze
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