Strumenti per la generazione automatica di documentazione di profili d’uso di linguaggi standard basati su Core Components by D’Agnese, Daniele
Alma Mater Studiorum · Università di Bologna
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Lo scopo di questa tesi è quello di fornire un tool che consenta, in modo 
automatico, di generare la documentazione human-readable di formati XML 
standard  basati  sui  Core  Components  di  UN/CEFACT  e  OASIS, 
strutturandola  in  guide  per  profili  d'uso  che  siano  corrette,  pratiche  e 
corredate  da  una  veste  grafica  professionale  affinché  anche  utenti,  non 
particolarmente esperti, possano facilmente apprenderne il contenuto. 
Le  transazioni  di  e-Business  ed  e-Commerce  si  basano  spesso  sullo 
scambio di documenti digitali, come ad esempio ordini, cataloghi, fatture, i 
cui  formati  vengono  definiti  da  organizzazioni  di  standardizzazione.  Tali 
formati standard sono per natura molto generici in quanto cercano di coprire 
un ampio spettro di casi possibili. Questa forte caratteristica di generalità fa 
sorgere la necessità, per i diversi utilizzatori dei documenti, di personalizzarli 
in funzione delle proprie specifiche esigenze, che spesso non sono risolte in 
maniera soddisfacente dai documenti standard così come sono.
A  tale  fine,  nel  processo  di  personalizzazione,  vengono  definiti 
sottoinsiemi del formato scegliendo solo le parti veramente necessarie oppure 
ne viene raffinata la semantica ridefinendo ad esempio alcuni elementi del 
vocabolario XML. Questi formati personalizzati consentono sia di definire la 
struttura dei documenti digitali da scambiare sia di validarli.
Di frequente tale processo di personalizzazione comporta anche l'utilizzo 
di  ulteriori  linguaggi  di  validazione,  come  Schematron,  per  esprimere  ad 
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esempio  le  Business  rules, ovvero  vincoli  aggiuntivi  da  applicare  in 
determinati contesti specifici di business, e le liste di codici ossia gli elenchi 
di valori consentiti per valute, pesi, misure ecc. fondamentali per una vera 
interoperabilità. 
L'architettura Core Components definisce un insieme di  building block,  
ovvero componenti base i più generici possibili svincolati da ogni contesto, in 
modo da poter essere utilizzato in diversi settori di business per realizzare 
formati di scambio dati. 
I componenti generici, per essere utilizzati, devono essere contestualizzati 
in un ambito specifico di business. Questo avviene ad esempio nel linguaggio 
standard UBL (Universal Business Language) il quale definisce una serie di 
documenti  commerciali,  in  formato  elettronico,  basati  appunto 
sull'aggregazione di elementi Core Components.
Tali  formati  vengono  definiti  attraverso  il  linguaggio  XML-SCHEMA 
(d'ora in avanti semplicemente XSD), ma risultano ancora molto generici per 
essere utilizzati in contesti reali; pertanto è necessario un ulteriore passaggio 
che consiste nel creare un profilo d'uso.
Il profilo d'uso quindi rappresenta la versione finale del formato, libera da 
tutte  le  parti  non  necessarie  e  corredata  da  una  serie  di  informazioni  di 
business aggiuntive (business rules) specifiche del contesto. 
Per favorire la comprensione e l'adozione dei profili d'uso si rende poi 
necessaria  la  stesura  di  linee  guida  per  profili  d'uso  (d'ora  in  avanti 
semplicemente guide).
Quindi  il  problema  principale  che  questo  elaborato  di  tesi  tenta  di 
risolvere è quello di produrre, in modo automatico, guide capaci di integrare 
armoniosamente informazioni di diverso tipo, quali appunto la struttura e le 
annotazioni  dei  documenti  XSD,  le  business  rules,  le  liste  di  codici  ed 
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eventuale contenuto esterno, come ad esempio pagine di presentazione, testo 
libero, immagini e bibliografia, in modo da rendere la guida il più possibile 
completa, fruibile e rispondente al linguaggio da descrivere. 
Dal punto di vista di chi produce le guide, l'assenza di un tool di questo 
genere  comporta  la  necessità  di  creare  ed  integrare  manualmente  la 
documentazione  con  un  notevole  sforzo.  Tale  operazione  manuale  può 
risultare sia costosa in termini di tempo (una guida di medie dimensioni può 
richiedere parecchie ore) sia rischiosa in quanto si possono introdurre errori: 
ad esempio le informazioni della guida potrebbero non essere coerenti con 
quelle definite nei documenti XSD, anche per semplici errori di battitura.
L'utilizzo di un tale applicativo semplifica notevolmente situazioni dove 
sono presenti uno o più documenti XSD molto complessi, ma  in particolar 
modo semplifica quelle dove è importante creare restrizioni dello standard, 
generando  nuovi  documenti  personalizzati  e  semplificati  rispetto  a  quello 
principale.
Dal  punto  di  vista  dell'utilizzatore  delle  guide,  lo  studio  di  nuovi 
documenti da adottare, avendo a disposizione informazioni troppo o troppo 
poco dettagliate, mal strutturate o dispersive, ne rallenta l'apprendimento, ne 
ostacola l'eventuale adozione e può favorire una errata comprensione e quindi 
l'insorgere di errori.
Ad esempio il formato eBiz-TCF-ArticleCatalogueValidator, appartenente 
alla  specifica  eBiz-TCF  e  basato  sul  formato  Catalogue  di  UBL,  è  stato 
personalizzato  sia  riducendo  notevolmente  la  struttura  (da  circa  40.000 
elementi totali nel documento UBL di partenza a 178 nel profilo d'uso eBiz) 
sia  inserendo  le  business  rules  (78  regole  Schematron);  tutto  ciò  ha 
semplificato di molto la comprensibilità del formato stesso.  
Per  cercare  di  capire  come queste  guide  debbano essere  composte,  in 
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mancanza  di  un  vero  e  proprio  riferimento  formale  sulla  strutturazione  e 
generazione di documentazione, ci si è concentrati inizialmente sull'analisi di 
tool  commerciali  ed  opensource  XML-Schema  documentation  generator 
attualmente disponibili quali xs3p, <oXygen/> XML Editor e DocFlex/XML.
Dall'analisi effettuata è emerso che le guide generate da questi applicativi, 
seppur  di  ottima fattura,  sono troppo particolareggiate,  frammentate,  poco 
personalizzabili e pertanto poco fruibili: ne consegue che tali guide risultano 
essere più adeguate per gli sviluppatori che per gli utilizzatori. 
In  un secondo momento  sono state  prese in  esame le  documentazioni 
reperibili su alcuni formati basati sui Core Components, come ad esempio 
MODA-ML ed eBiz-TCF. Analizzando tali documentazioni si è notato che un 
approccio  più  conveniente  poteva  essere  quello  di  presentare  esempi  e 
frammenti  di  documenti  XML piuttosto  che  un  dizionario  sistematico  di 
vocaboli e delle caratteristiche del loro uso: questa modalità consente di farsi 
un'idea generale di come è strutturato il documento XML velocemente ed in 
modo agevole, anche senza particolari conoscenze informatiche.
Di seguito  si  è  proceduto con l'individuare altri  aspetti  per  rendere  la 
guida  ancora  più  fruibile,  in  particolare  è  stata  migliorata  ed  unificata  la 
gestione  delle  liste  di  codici  sia  interne  al  documento  XSD  sia  espresse 
mediante un altro linguaggio.
Le  guide,  generate  con  queste  caratteristiche,  potevano  essere 
parzialmente soddisfacenti; tuttavia era necessario, per chi doveva generarle, 
avere a disposizione dei metodi più flessibili per poter adattare il contenuto 
delle guide a contesti d'uso differenti e con scopi diversi.
Per risolvere questo problema, prendendo spunto dalle soluzioni offerte 
dall'applicativo  DocFlex/XML  ed  estendendole,  si  è  scelto  di  dare  la 
possibilità di: 
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• parametrizzare la documentazione da generare, scegliendo ad esempio 
con una granularità più fine, quali informazioni riportare
• personalizzare  la  documentazione  attraverso  l'aggiunta  di  testo 
esterno  al  documento  XSD,  per  spiegare  ad  esempio  parti  più 
complesse della guida o per aggiungere informazioni non contenute 
negli XSD 
• selezionare alcuni rami dell'albero dell'istanza XML da non includere 
nella  guida,  allo  scopo  di  renderla  più  concisa  e  quindi  meno 
dispersiva, caratteristica questa utile in particolar modo in guide in 
formato cartaceo
Inoltre, a differenza degli applicativi esaminati, si è scelto di arricchire la 
guida  consentendo  di  riportare  informazioni  aggiuntive,  quali  i  vincoli 
addizionali  espressi  tramite  il  linguaggio  Schematron  e  le  liste  di  codici. 
Questi  vincoli,  qualora presenti,  devono essere documentati  per consentire 
una maggior comprensione su come l'istanza XML debba essere composta 
per poter risultare corretta.
Dopo aver individuato le caratteristiche principali delle guide per profili 
d'uso, si è quindi progettato e sviluppato un applicativo, denominato XDG 
(XML-Schema Documentation Generator), che fosse in grado di gestire gli 
aspetti sopra menzionati. Tale applicativo è stato implementato nell'ambiente 
di sviluppo Eclipse, utilizzando sia codice JAVA, con l'ausilio di librerie quali 
EMF  per  la  gestione  dei  documenti  XSD  e  iText  per  la  generazione 
dell'output PDF, sia fogli di stile XSLT per la generazione dell'output HTML.
L'architettura  dell'applicativo  XDG  è  stata  opportunamente  divisa  in 
quattro componenti ben distinti, ognuno con uno scopo preciso:
• XML-Schema Analyzer – gestisce documenti XSD 
• Schematron Handler – gestisce documenti Schematron
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• XML2HTML – genera output HTML
• PDF&stats – genera output PDF 
L'applicativo  XDG  genera  le  guide  per  profili  d'uso  in  due  formati: 
HTML e PDF; questi,  anche se simili,  presentano differenze: la guida nel 
formato HTML risulta l'unica possibile per documenti molto estesi, invece 
quella  in  formato  PDF  si  rivela  idonea  per  documenti  di  piccole
dimensioni e per la stampa.
Dopo la fase d'implementazione, l'applicativo XDG è stato sottoposto ad 
una fase  di  test  per  valutare  sia  la  compatibilità  delle  guide  generate  sui 
principali web browser e pdf reader sia la correttezza e la concreta fruibilità 
delle guide generate per documenti appartenenti alla specifica UBL-2.0 ed 
infine per valutare la generazione di guide su customizzazioni di schemi UBL 
utilizzati in ambiti reali, nello specifico quello usato nel progetto PEPPOL.
Dai test effettuati è emerso che l'applicativo XDG è in grado di generare 
guide per profili d'uso corrette, complete e graficamente gradevoli, tanto che 
l'Intercent-ER  (Agenzia  regionale  di  sviluppo  dei  mercati  telematici)  ha 
scelto  di  usarlo  per  generare  la  documentazione  di  supporto 
all'implementazione delle specifiche PEPPOL.
Si è scelto di focalizzare l'attenzione sul “motore” dell'applicativo XDG 
invece che sull'interfaccia grafica, cercando però allo stesso tempo di adottare 
soluzioni adeguate in modo da favorirne un'implementazione futura; quindi 
possibili  sviluppi  futuri  possono  interessare  l'implementazione  di  comode 
interfacce grafiche per consentire sia di configurare tutti gli aspetti possibili 
supportati  dall'applicativo,  come ad esempio l'impostazione dei  documenti 
XSD da processare, le opzioni di configurazione per gli output HTML e PDF, 
la  configurazione  del  contenuto  esterno  allo  XSD,  sia  di  generare  report 
statistici con dati prodotti dall'applicativo stesso.
Capitolo 1. Stato dell'arte
In questo  capitolo  saranno descritti  i  principali  applicativi  attualmente 
disponibili che rappresentano lo stato dell'arte della generazione automatica 
della  documentazione  per  documenti  XML-Schema  Definition  [WST11]: 
xs3p,  <oXygen/>  XML  Editor  e  DocFlex/XML.  Per  ogni  applicativo 
verranno analizzate le seguenti caratteristiche:
• la licenza offerta
• le tecniche usate per generare la documentazione
• la modalità d'uso
• il tipo di visualizzazione offerta
• l'output generato
• la possibilità di parametrizzare la documentazione
• la possibilità di personalizzare la documentazione
• la  capacità  di  gestire  documenti  XSD molto complessi e  di  grandi 
dimensioni
• la  possibilità  di  gestire  codelist  (elenco  di  valori  ammissibili  per 
alcuni  elementi  come ad  esempio  valute,  unità  di  misura  e  codici 
identificativi  delle  agenzie  ecc.) definiti  sia  nel  documento  XSD 
stesso mediante i tag “xsd:enumeration” e sia tramite i Generic Code 
(formato standard XML per definire vocabolari controllati)
• l'usabilità effettiva della documentazione generata
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Dopo l'analisi  degli  applicativi verrà proposta una tabella riepilogativa 
che riassume i vantaggi e gli svantaggi riscontrati nei tool presi in esame. 
Infine  sarà  esaminata  la  documentazione  disponibile  di  tre  specifiche 
standard basate sui Core Component che sono UBL, Moda-ML e eBiz-TCF.
1.1 XS3P
L'applicativo  xs3p  [XS11],  distribuito  sotto  licenza Mozilla  Public  
License (MPL),  è uno schema documentation generator che prende in input 
un  documento  XSD  Schema  e  genera  un  documento  XHTML. xs3p  è 
costituito  essenzialmente  da  un  unico  foglio  di  stile  XSLT e  può  essere 
eseguito da linea di comando utilizzando un XSLT processor, come XALAN, 
Saxon, MSXML e xsltproc oppure può essere integrato in altri programmi 
come oXygen XML Editor e Stylus Studio. 
Il  documento  XHTML generato  in  output  è  organizzato  nel  seguente 
modo:
• indice (Table of Contents)
• descrizione dei tipi e degli elementi XML-Schema presenti nel 
documento d'input
• legenda
• glossario della terminologia XML-Schema
Per  tutti  i  tipi  e  gli  elementi  presenti  nel  documento  XSD  d'input, 
vengono  riportate  le  informazioni  generali  (il  nome  e  lo  schema 
d'appartenenza),  le  informazioni  sulla  derivazione  (per  estensione  o 
restrizione),  la  rappresentazione  dell'istanza  XML e  infine  la  definizione 
XML-Schema relativa al componente (Fig.1).
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Nella  rappresentazione  dell'istanza  XML  (Fig.2)  sono  presenti 
informazioni  sulla  cardinalità,  ovvero  il  numero  massimo  e  minimo 
d'occorrenze  che  un  elemento  o  attributo  può presentare  (es.  [0..1]  ),  sul 
Model  Group  come  ad  esempio  “xsd:choice”  (es.  Start  Choice  …  End 
Choice),  sul  Constraint  dell'elemento  o  attributo  (es.  in  verde 
country=”Australia”), sulle Facets come “xsd:pattern” o “xsd:enumeration” 
(es.  <<pattern = [1-9][0-9]{3}>>) ed infine sulla documentazione contenuta 
nel tag “xsd:documentation” visualizzabile in una finestra popup cliccando 
sul simbolo “?”.
Figura 1: Es. di documentazione generata da XS3P.
Figura 2: Es. istanza XML generata da XS3P.
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Nella rappresentazione XML-Schema viene visualizzato il codice XML 
utilizzato per definire il componente descritto, escluso il tag “xsd:annotation” 
(Fig.3).
xs3p  supporta  i  codelist  definiti  nel  documento  XSD  tramite  il  tag 
“xsd:enumeration” (Fig.4), ma non quelli espressi mediante i Generic Code.
La  rappresentazione  dei  codelist  risulta  essere  sia  poco  fruibile 
specialmente in presenza di un elevato numero di valori possibili e di altre 
facet diverse da “xsd:enumeration”, sia ridondante nel caso in cui lo stesso 
codelist venga utilizzato in parti diverse dello schema.
Per  quanto  riguarda  la  parametrizzazione  e  la  personalizzazione  della 
documentazione da generare, xs3p permette unicamente di impostare alcuni 
parametri da passare al foglio di stile XSLT.
Figura 3: Es. rappresentazione XML-Schema generata da XS3P.
Figura 4: Es. codelist generato da XS3P.
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I parametri che possono essere definiti  sono i seguenti:
• title –  definisce il titolo del documento
• sortByComponent – esprime l' ordine con cui visualizzare i 
componenti   
• useJavaScript – abilita l'uso di javascript
• printAllSuperTypes – mostra la definizione di tutta la gerarchia oppure 
solo del padre
• printAllSubTypes – mostra la definizione di tutti i sottotipi 
• printLegend – include la legenda
• printGlossary – stampa il glossario
• printNSPrefixes – mostra i prefissi dei namespace
• searchIncludedSchemas – segue le dichiarazioni “xsd:include”
• searchImportedSchemas – segue le dichiarazioni “xsd:import”.
Purtroppo non vi è modo di personalizzare la documentazione inserendo 
nella guida contenuti esterni allo schema, se non modificando manualmente il 
foglio di stile XSLT: operazione che può risultare molto complessa.
xs3p  riesce  a  gestire  documenti  XSD  molto  grandi  e  definiti  su  più 
librerie tramite le direttive “xsd:include” e “xsd:import”, ma purtroppo non è 
in grado di supportare la direttiva “xsd:redefine”. 
In  generale  xs3p  risulta  essere  un  buon  tool  d'immediato  utilizzo  ed 
abbastanza completo; ma alcuni fattori, come l'assenza dell'albero dell'istanza 
XML  di  tutto  il  documento,  la  non  gestione  del  tag  “xsd:redefine”, 
l'impossibilità di personalizzare la documentazione e l'XHTML come unica 
modalità di output, sono fortemente limitativi nella generazione di guide per 
profili d'uso.
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1.2 <oXygen/> XML Editor
<oXygen/>  XML  Editor  [OX11]  è  un  IDE  (Integrated  Desktop 
Environment) proprietario,  scritto  in  Java,  molto  completo  e  con  tante 
funzionalità per la creazione, manipolazione, validazione e documentazione 
di documenti XML. Tra la nuove  feauture presenti nelle ultime versioni di 
<oXygen/> analizzeremo l'XML Schema Documentation che, con un click del 
mouse su una voce del menu presente nell'interfaccia grafica oppure da linea 
di  comando,  consente  appunto  di  generare  documentazione  a  partire  da 
documenti XSD in vari formati come HTML, PDF, DocBook e in un formato 
personalizzato  specificando  un  foglio  di  stile  XSLT  da  usare  per  la 
trasformazione.
Il documento generato in output nei formati HTML e PDF è suddiviso nel 
modo seguente:
• indice (Table of Contents)
• descrizione di tutti i componenti XML-Schema (elementi, tipi, 
attributi, gruppi, gruppi di attributi) presenti nel documento d'input 
raggruppati secondo il namespace d'appartenenza
Per  ogni  componente  XML-Schema  presente  nello  XSD  vengono 
riportati le informazioni generali, come namespace, SchemaLocation, Type e 
Content Model,  le annotazioni,  il diagramma dello schema, l'istanza XML e 
la definizione XML-Schema relativa al componente (Fig.5).
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Il  diagramma  rappresenta  in  modo  fedele  ogni  caratteristica  XML-
Schema relativa al componente  ed ai figli di primo livello, come il tipo, la 
cardinalità, il Content Model, la derivazione ed anche le annotazioni presenti 
(Fig.6).
Figura 5: Es. di documentazione generata da <oXygen/>.
Figura 6: Es. di diagramma generato da <oXygen/>.
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La rappresentazione dell'istanza del documento XML (Fig.7) è limitata 
all'elemento corrente e fornisce informazioni sugli elementi, con le relative 
cardinalità indicate tra parentesi graffe (es. {1,1}), e sugli attributi.
E'  da  notare  però  che,  a  differenza  dell'applicativo  xs3p,  non  sono 
indicate  le  informazioni  sui  Model  Group come  “xsd:choice”:  infatti 
nell'esempio (Fig.7) gli elementi “packageText” e “package” nello XSD sono 
definiti in una “xsd:choice”, ma ciò non si evince dall'istanza XML.
Nella rappresentazione XML-Schema viene visualizzato il codice XML 
utilizzato  per  definire  il  componente  descritto  così  com'è  espresso  nel 
documento XSD (Fig.8).
<oXygen/>, così come xs3p, supporta i  codelist  definiti nel documento 
XSD  tramite  il  tag  “xsd:enumeration”  (Fig.9),  ma  non  quelli  espressi 
mediante i Generic Code.
Figura 7: Es. d' istanza generata da <oXygen/>.
Figura 8: Es. rappresentazione XML-Schema generato da <oXygen/>.
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Anche qui la rappresentazione dei codelist risulta essere sia poco fruibile 
specialmente in presenza di un elevato numero di valori possibili e di altre 
facet  diverse  da  “xsd:enumeration”,  sia  ridondante  nel  caso  dello  stesso 
codelist ripetuto in più parti dello schema.
Per  quanto  riguarda  la  parametrizzazione  della  documentazione  da 
generare,  <oXygen/>  permette  di  selezionare  tutte  le  caratteristiche  dello 
XML-Schema (Fig.10); in particolare  mediante la checkbox “Espace XML 
content” (evidenziato in verde) è possibile includere o escludere in blocco 
(tutti o nessuno) gli elementi appartenenti ad altri namespace, ovvero diversi 
dal vocabolario XML-Schema, che si possono trovare annidati all'interno dei 
tag “xsd:annotation”.
Figura 9: Es. di codelist generato da oXygen.
Figura 10: Es. di parametrizzazione della documentazione in oXygen.
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Però è da notare che non è possibile specificare, con una granularità più 
fine, quali tag, appartenenti ad altri namespace, includere o meno. Tale limite 
comporta  un  problema  qualora  si  voglia  realizzare  una  guida  relativa  a 
schemi  basati  su  Core  Components.  Infatti  all'interno  del  tag 
“xsd:documentation”  possiamo  trovare  molti  altri  tag  appartenenti  al 
vocabolario  Core Component Technical Specification: in tal  caso non vi è 
possibilità di filtrare per esempio elementi che specificano informazioni più 
avanzate  oppure  altri  come  “ccts:Example”  e  “ccts:Definition”  che 
forniscono informazioni meno tecniche ma più esplicative. 
Anche  in  <oXygen/>,  così  come  in  xs3p,  di  base  non  è  consentito 
personalizzare  la  documentazione  con  del  contenuto  esterno  allo  XSD; 
l'unico  modo  possibile  è  quello  di  scrivere  un  foglio  di  stile  XSLT 
personalizzato in grado d'integrare la documentazione derivante dallo schema 
con altri contenuti esterni organizzati in documenti XML.
Per quanto riguarda la gestione di schemi complessi e organizzati su più 
librerie, oXygen non è in grado di produrre l'output PDF in quanto termina 
con  il  seguente  messaggio  di  errore “Exception  in  thread  main 
java.lang.OutOfMemoryError: Java heap space Specify more memory for the 
FOP as explained in the section 'Performance Problems', subsection 'External 
Processes'  in the User Manual”  [AF11]. Questo tipo di errore è dovuto al 
fatto che il processore XSLT-FO Apache FOP, utilizzato per generare il pdf, 
esaurisce  la  memoria  disponibile  poiché  mantiene  tutto  il  contenuto  da 
renderizzare in memoria. Come soluzione è possibile o provare ad aumentare 
la memoria disponibile da utilizzare, come suggerito nel messaggio d'errore, 
oppure generare la  documentazione suddividendola in più file  per ciascun 
componente  da  documentare  ottenendo  in  questo  modo  però  una  guida 
frammentata su più pagine.  
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In definitiva <oXygen/> è un ottimo tool per generare documentazione 
tecnica per  schemi medio/piccoli;  l'unica considerazione negativa è  che la 
documentazione generata risulta essere troppo frammentata facendo perdere 
di vista la struttura d'insieme. 
1.3 DocFlex/XML
DocFlex/XML [DF11] è un applicativo Java rilasciato sotto varie licenze 
sia freeware che commerciali; esso consente, a partire da qualsiasi documento 
XML,  di  modellare  tramite  l'uso  di  template (in  stile  XSLT)  la 
documentazione in output da generare nei formati HTML, RTF, TXT. 
L'applicativo DocFlex/XML può essere eseguito sia da linea di comando, 
sia tramite una finestra di dialogo la quale permette facilmente di selezionare 
il  documento in input,  il  tipo di  template da utilizzare e il  percorso della 
documentazione  da  generare.  In  aggiunta  può  essere  integrato  in  altri 
applicativi come XML Spy.
La struttura della documentazione da generare è fortemente condizionata 
dal template scelto: di base DocFlex/XML fornisce due template che sono 
FramedDoc.tpl e il PlainDoc.tpl.
Nel  primo  caso,  il  FramedDoc  template,  la  documentazione  generata 
ricalca molto lo stile  Javadoc (Fig.11) con riquadri contenenti informazioni 
generali sugli schemi, l'elenco dei componenti processati e la descrizione del 
componente  stesso.  Nel  secondo  caso,  il  PlainDoc  template,  la 
documentazione generata presenta le informazioni dei  componenti in modo 
sequenziale.
18 1. Stato dell'arte
Le  informazioni  dei  componenti,  nella  documentazione  generata  da 
entrambi i template, sono divise nel seguente modo:
• Overview Info
• Content Model Diagram
• XML Rappresentation
• Attribute Detail
Nelle Overview Info sono presenti informazioni sul  namespace, type e  
content sul  componente  in  esame;  nel  Content  Model  Diagram troviamo 
l'immagine  del  diagramma  relativo  al  componente;  nello  XML 
Rappresentation è riportato il codice XML così com'è definito nello XSD; 
infine   nello  Attribute  Detail  vengono  descritti  i  dettagli  sugli  attributi 
presenti. 
Le informazioni presenti sono chiare e complete; purtroppo però bisogna 
evidenziare che non vi è riportata l'istanza del documento XML.
Figura 11: Es. documentazione basata su FramedDoc template in  
DocFlex/XML.
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DocFlex/XML, così come xs3p e <oXygen/>, supporta i codelist definiti 
nel documento XSD tramite il tag “xsd:enumeration” (Fig.12), ma non quelli 
espressi mediante i Generic Code.
Anche qui la rappresentazione dei codelist risulta essere poco fruibile in 
presenza di un elevato numero di valori possibili e ridondante nel caso in cui 
lo stesso codelist venga utilizzato in parti diverse dello schema.
Per  quanto  riguarda  la  parametrizzazione  della  documentazione, 
DocFlex/XML consente,  sia  da  linea  di  comando  sia  tramite  interfaccia 
grafica  (Parameter  Inspector),  di  selezionare  molti  parametri  tra  i  quali  i 
componenti XML-Schema da includere, il livello dei dettagli e la modalità di 
ordinamento dei componenti stessi (Fig.13).
Figura 12: Es. di codelist generato da DocFlex/XML.
Figura 13: Es. di  parametrizzazione documentazione in DocFlex/XML.
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Così  come  <oXygen>,  DocFlex/XML  consente  di  selezionare  gli 
eventuali tag, appartenenti ad altri  namespace, presenti in “xsd:annotation”; 
come  si  evince  dalla  fig.13  nel  riquadro  “Parameter  Description”,  sono 
possibili tre opzioni per la voce Other Tags:
• show – mostra i tag non XHTML in modalità escaping 
(<ccts:Example>→&lt;ccts:Example&gt;)
• process as XHTML – processa i tag non XHTML come se fossero tag 
XHTML. 
• no processing – ignora i tag non XHTML. 
E' da notare comunque che non è possibile specificare con un dettaglio 
maggiore quali tag, presenti in “xsd:annotation”, includere o escludere nella 
documentazione.
Per  quanto  riguarda  la  personalizzazione  della  documentazione, 
DocFlex/XML di base è in grado di gestire tag appartenenti al vocabolario 
XHTML presenti  all'interno del tag “xsd:annotation”.  La fig.14 mostra un 
esempio  di   personalizzazione  mediante  l'aggiunta  di  tag  XHTML come 
“p” ,”i” , “a” e “img” all'interno del tag “xsd:annotation/xsd:documentation”.
Fino ad ora abbiamo descritto  le  caratteristiche di  base (presenti  nella 
versione  Freeware),  ma  le  vere  potenzialità  di  DocFlex/XML  sono  nel 
Template Designer (Fig.15) (disponibile solo nella versione proprietaria), che 
Figura 14: Es. di personalizzazione della documentazione in DocFlex/XML.
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consente di definire un nuovo template da usare al posto dei template di base 
FramedDoc e  PlainDoc.  Il  Template  Designer,  attraverso  un  meccanismo 
simile  alla  definizione  dei  template  in  XSLT,  permette  un'elevata 
personalizzazione  della  documentazione  da  generare:  infatti  è  possibile 
selezionare  i  documenti  XML d'input  da  processare,  specificare  su  quali 
componenti iterare e come visualizzarli.
Questa  elevata  flessibilità  di  modellare  a  proprio  piacimento  la 
documentazione da generare permette  di  creare delle  guide d'utilizzo  che, 
oltre alla pura descrizione dello schema, includono informazioni aggiuntive 
esterne, facendo sì che la guida generata sia più adatta ad un fruitore meno 
tecnico. Si evidenzia che DocFlex/XML si rivela efficiente nel gestire schemi 
complessi e di grandi dimensioni in breve tempo. 
In  conclusione  DocFlex/XML,  tramite  il  Parameter  Inspector  e  il 
Template  Designer,  risulta  essere  un  ottimo  applicativo  sia  nella 
parametrizzazione  e  sia  nella  personalizzazione  della  documentazione, 
superando i limiti  dei template di base; l'unica mancanza riscontrata è quella 
relativa all'istanza XML.
Figura 15: DocFlex/XML Template Designer.
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1.4 Tabella comparativa degli applicativi
Di seguito  è  riportata  la  tabella  comparativa  degli  applicativi  presi  in 




Licenza MPL Proprietaria Proprietaria




Integrato in altri 
applicativi
Interfaccia Grafica Linea di Comando,
Interfaccia Grafica,
Integrato in altri 
applicativi
Istanza XML SI, presente SI, presente NO, non presente
Codelist XSD SI SI SI
Codelist Generic  
Code
NO NO NO
Supporto XSD di  
grandi dimensioni
SI NO SI
Parametrizzazione SI SI SI
Parametrizzazione 
xsd:annotation
NO NO (solo escaping 
dei tag di altri 
vocabolari)
SI (tramite il 
Template Designer)
Personalizzazione NO NO SI




Tabella 1: Tabella comparativa degli applicativi esaminati.
Fra i tre applicativi esaminati, il più completo ed adeguato per realizzare 
guide per profili d'uso risulta essere DocFlex/XML anche se alcuni aspetti, 
come  la  licenza  proprietaria  e  la  mancanza  della  rappresentazione 
dell'istanza, ne costituiscono un limite d'utilizzo in contesti professionali. 
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1.5 Documentazione UBL
“Universal Business Language (UBL) is a library of standard electronic  
XML business documents such as purchase orders and invoices. UBL was  
developed  by  an  OASIS  Technical  Committee  with  participation  from  a  
variety of industry data standards organizations. UBL is designed to plug  
directly  into  existing  business,  legal,  auditing,  and  records  management  
practices.. It is designed to eliminate the re-keying of data in existing fax and  
paper-based  business  correspondence  and  provide  an  entry  point  into  
electronic commerce for small and medium-sized businesses.” [UBL11]
UBL  (versione  2.0)  si  prefigge  di  creare  un  formato  generico  per 
consentire alle diverse imprese commerciali di “dialogare” elettronicamente 
permettendo loro di aumentare la rapidità, l'efficienza e riducendo errori. Per 
adempiere questo scopo UBL definisce una libreria di componenti riusabili 
(es:  “Address”,  “Item”  )  che  sono  i  tipici  elementi  di  un  documento  di 
business,  implementa  trentuno  modelli  di  tipi  comuni  di  documenti  di 
business (es: Catalogue, Order, Invoice) ed infine fornisce una metodologia 
che consente di  caratterizzare UBL per uno specifico ambito commerciale. 
Nel  package  della specifica UBL, oltre ai documenti XSD dei componenti 
riusabili e dei documenti di business, come materiale di supporto troviamo:
• diagrammi UML (semantica del documento)
• spreadsheet (struttura del documento)
• istanze XML
I  diagrammi  UML  rappresentano  i  diagrammi  delle  classi sia  dei 
componenti dei documenti sui quali si basano gli XSD e sia dei componenti 
che  descrivono tutti  i  documenti  assemblati.  Gli  spreadsheet sono tabelle 
(Fig.16),  sia  in  formato  .xls che  .ods,  le  quali  definiscono  i  documenti 
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assemblati;  in  esse  le  righe  rappresentano  gli  elementi  (sfondo  rosa  sono 
ABIE, quelli con sfondo bianco sono BBIE, mentre quelli con sfondo verde 
sono ASBIE)  e  le  colonne rappresentano i  metadati  associati  al  rispettivo 
componente, ovvero i vari tag appartenenti al vocabolario CCTS che saranno 
presenti  all'interno  del  nodo  “xsd:documentation”  dello  schema.  Questi 
spreadsheet  possono essere creati manualmente oppure in maniera guidata 
utilizzando la web application eDoCreator [EDO11] che consente, una volta 
completata la definizione dello spreadsheet, di generare automaticamente gli 
XSD i  quali  rappresentano la  sintassi  del  documento.  Va ricordato che la 
forma  normativa  dei  documenti  UBL sono  gli  schema  XSD  e  non  gli 
spreadsheet.  Infine troviamo le istanze XML che sono gli esempi pratici dei 
documenti assemblati di business come Order, Invoice e CreditNote.
Figura 16: Es. documentazione UBL (Spreadsheet Model ).
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1.6 Documentazione MODA-ML
“Il progetto MODA-ML è stato finanziato dalla CE (IST Take-Up Action  
Line IV.2.5 "Computing, communications and networks take-up measures")  
del V Programma Quadro (appartiene al cluster di progetti Eutist-AMI). Il  
progetto,  iniziato  nel  luglio  2001,  si  è  concluso  nel  marzo  2003;  le  sue  
attività  proseguono  con  il  sostegno  dei  partner  sotto  la  definizione  di  
iniziativa Moda-ML. Moda-ML si è posto l'obiettivo di rendere agevole la  
circolazione di informazioni tecniche e gestionali tra aziende della filiera del  
Tessile Abbigliamento tramite lo scambio di documenti XML via Internet. Nel  
concreto il progetto voleva definire un formato dati comune per lo scambio  
di informazioni via Internet tra le aziende della filiera: un linguaggio con  
caratteristiche tali da poter essere incorporato, a costi contenuti, tanto negli  
attuali  sistemi  informativi  aziendali  quanto  nelle  nuove  soluzioni  
informatiche offerte dai fornitori di tecnologia. L'ambizione era operare con  
livelli  qualitativi  tali  da  poterne  poi  proporre  la  formalizzazione  come  
standard internazionale per il settore.” [MML06]
Dalla homepage di MODA-ML [MML11] è possibile reperire, per ogni 
schema appartenente al package, la relativa guida in formato .pdf. All'interno 
di queste guide è possibile trovare sia la descrizione del documento XML 
(Fig.17), sia la descrizione dettagliata  degli elementi del documento (Fig.18).
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Questo tipo di  visualizzazione dell'istanza del  documento XML risulta 
essere molto chiara e di facile comprensione: 
• I tag in grassetto rappresentano elementi non foglia, ovvero che 
contengono altri elementi al loro interno (es. “buyer”).
• I tag non in grassetto rappresentano elementi foglia, ovvero che NON 
contengono altri elementi all'interno, ma solo eventuali attributi (es. 
“docID”).
• I tag preceduti dal simbolo “@” rappresentano gli attributi (es. 
@sender).
• Elementi ed attributi sono allineati verticalmente secondo il loro 
livello di annidamento.
Figura 17: Es. documentazione MODA-ML (Struttura del documento XML).
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Oltre alla struttura sono riportate le informazioni più rilevanti che sono la 
cardinalità (es. 0–1), il possibile uso dell'attributo (es. required,optional) e la 
presenza di compositor (es. choice , scegli – oppure- fine scelta). 
L'unico limite di questo metodo di visualizzazione è che non si adatta 
bene  nel  caso  di  documenti  XSD  molto  lunghi  in  quanto  risulta  essere 
difficoltoso seguire lo schema perché distribuito su troppe pagine.
La  struttura  del  documento  è  seguita  dalla  descrizione  degli  elementi 
semplici  e complessi presenti  nell'istanza XML, con i  corrispettivi  XPath, 
ovvero tutti i percorsi dove è possibile trovare l'elemento.
E'  da  notare  che  questo  tipo  di  documentazione  viene  generato  in 
automatico utilizzando un database MS-Access contenente tutte le definizioni 
degli elementi, tipi e attributi definiti.
1.7 Documentazione eBiz-TCF
Il progetto eBIZ-TCF è stato lanciato dalla Commissione Europea ed è 
condotto  da  EURATEX  (Confederazione  Europea  dell’Industria  Tessile  e 
Abbigliamento),  CEC  (Confederazione  Europea  dell’Industria  della 
Calzatura) e dall’italiana ENEA, con l’obiettivo di armonizzare le procedure 
di  scambio  dati  e-Business  per  le  imprese  europee  della  moda:  Tessile, 
Abbigliamento e Calzaturiero (TCF acronimo in inglese). [PD10]
Figura 18: Es. documentazione MODA-ML (Descrizione elementi).
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Nella documentazione per gli schemi eBiz-TCF [EB11] troviamo sia la 
struttura  dell'istanza  del  documento  e  sia  la  descrizione  degli  elementi  in 
un'unica tabella (Fig.19).
Questo  modello  di  visualizzazione  risulta  essere  chiaro  e  d'immediata 
comprensione:  infatti  nella  colonna  di  sinistra  è  possibile,  come  nella 
documentazione  di   MODA-ML vista  in  precedenza,  seguire  la  struttura 
dell'istanza XML, mentre nella colonna di destra, per ogni riga, vi sono le 
relative informazioni.  Anche questo modello di visualizzazione però non si 
adatta  bene  per  documenti  XSD  molto  lunghi.  È da  notare  che  questa 
documentazione non è generata né in modo automatico né a partire da file 
XML-Schema, ma è interamente realizzata a mano.
Figura 19: Es. documentazione eBiz-TCF.
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1.8 Considerazioni finali
Dall'esame delle  documentazioni  generate  dagli  applicativi  e  di  quelle 
disponibili  dei  linguaggi  esaminati,  risulta  che  il  modello  di  eBiz-TCF si 
addice  maggiormente  per  creare  guide  per  profili  d'uso.  Tuttavia  essendo 
questo modello prodotto in modo manuale, si rende necessario realizzare un 
applicativo che automatizzi il processo di creazione e che abbia le seguenti 
feature: 
• generazione a partire da documenti XSD
• modello di visualizzazione in stile eBiz-TCF
• gestione separata dei codelist XSD dalle altre Facets
• supporto per codelist espressi tramite Generic Code
• supporto business rule (schematron)
• possibilità di parametrizzare la documentazione da generare
• possibilità di integrare l'output finale con documentazione esterna
• output nei formati XML, HTML e PDF
• generazione output statistiche

Capitolo 2. Progettazione
In questo capitolo verrà discussa la progettazione dell'applicativo XDG 
(XML-Schema Documentation Generator) tenendo conto dei seguenti aspetti:
• requisiti richiesti 
• funzionalità fornite
• analisi della struttura dell'applicativo
2.1 Requisiti dell'applicativo
L'applicativo  XDG deve essere  in  grado di  generare  guide  per  profili 
d'uso  derivate  da  specifiche  standard  rispettando  vari  requisiti,  alcuni  dei 
quali esaminati nella sezione 1.4. In particolar modo deve:
1. utilizzare documenti XSD
2. rappresentare l'albero dell'istanza XML
3. semplificare su richiesta i rami dell'albero dell'istanza XML
4. documentare le liste di codici 
5. documentare le Business rules
6. consentire la parametrizzazione della documentazione
7. consentire la personalizzazione della documentazione
8. produrre output HTML e PDF
9. produrre output statistiche
10. eseguire da linea di comando e in modalità batch
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2.1.1 Documenti XSD
Il primo requisito che l'applicativo deve supportare è quello di essere in 
grado di generare le guide utilizzando come punto di partenza esclusivamente 
documenti XSD definiti attraverso il linguaggio XML-Schema [PD04] e non 
altri formati. 
Questa  scelta  è  motivata  dal  fatto  che  XSD  è  uno  standard  ormai 
largamente  affermato  per  la  creazione  di  template  di  documenti.  Inoltre 
l'applicativo deve essere in grado di gestire necessariamente documenti XSD 
strutturati e annotati secondo la specifica Core Components.
Core Components
La Core Components Technical Specification [UC09] fornisce un modo 
per identificare e massimizzare il riuso delle business information in modo 
tale  da supportare e favorire  l'interoperabilità delle  informazioni sia in un 
formato  fruibile  per  esseri  umani  sia  in  un  formato  comprensibile  alle 
macchine. 
L'approccio  seguito  dalla  specifica  CC  è  stato  quello  di  fornire  una 
semantica syntax-neutral: questo tipo di approccio consente, mediante l'uso 
del  linguaggio  naturale,  di  creare  modelli  di  dati  scambiabili,  evitando le 
limitazioni tipiche dei linguaggi caratterizzati da una sintassi rigorosa. 
Questa soluzione si  adatta  perfettamente alle  variazioni  dei  modelli  di 
dati, della semantica e della struttura dei messaggi: variazioni che in passato 
hanno condotto all'incompatibilità e conseguente mancanza d'interoperabilità. 
I concetti chiave della specifica Core Compenents si basano su due livelli: 
core components e business information entities. I Core Components sono 
elementi  riusabili  che  identificano  un  concetto  astratto  e,  prima  di  poter 
essere utilizzati, devono essere contestualizzati entro un determinato ambito 
di business ovvero trasformati in Business Information Entities.
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2.1.2 Albero dell'istanza XML
Il secondo requisito dell'applicativo è che esso generi guide contenenti 
l'intero albero dell'istanza XML, composto da elemento radice, nodi foglia e 
non foglia ed attributi. 
Infatti,  presentando l'albero  dell'istanza  XML dell'intero  documento,  si 
ottiene  una  visione  globale  della  sua  struttura  che  ne  favorisce  la 
comprensione in maniera più semplice ed immediata rispetto invece ad una 
visione  frammentaria,  come  avviene  ad  esempio  nella  documentazione 
generata dall'applicativo <oXygen> XML Editor nella quale le istanze degli 
elementi vengono riportate singolarmente. 
L'albero  dell'istanza  deve  anche  presentare  eventuali  informazioni  sui 
nodi per facilitare la loro comprensione all'utilizzatore della guida. 
2.1.3 Semplificazione dei rami dell'albero
Come  terzo  requisito  l'applicativo  deve  fornire,  all'utente  che  deve 
generare  la  guida, un  metodo  per  semplificare  l'albero  dell'istanza  XML 
ovvero un modo per specificare quali nodi, con eventuali nodi annidati al suo 
interno, rimuovere dall'albero dell'istanza XML.
Questo  tipo  di  customizzazione dell'albero  dell'istanza  XML si  rivela 
vantaggioso ad esempio nel caso in cui si debba generare, senza alterare la 
cardinalità degli elementi e/o attributi presenti nel documento XSD originale, 
una guida, di prova, relativa ad un documento da adattare ad un contesto di 
business specifico dove, però, molti elementi opzionali non sono necessari e 
pertanto eliminabili. 
Poter effettuare questo tipo di operazione rende la guida più semplice e 
immediata da leggere e da capire in quanto vengono appunto rimosse le parti 
superflue del documento.
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2.1.4 Liste di codici
Il quarto requisito è che l'applicativo deve essere in grado di gestire in 
modo efficiente e completo le liste di codici:
• in modo efficiente perché gli elementi e gli attributi, che utilizzano le 
liste  di  codici,  potrebbero  presentarsi  un  numero  elevato  di  volte 
nell'albero dell'istanza XML, appesantendo notevolmente la guida
• in  modo  completo  perché  le  liste  di  codici,  fondamentali  nei 
documenti  di  ebusiness,  possono  essere  definite  sia mediante  il 
documento XSD stesso e sia per mezzo di altri linguaggi come ad 
esempio Generic Code
Generic Code
Il  consorzio  OASIS-OPEN  ha  definito  la  specifica  “Code  List 
Representation (Genericode) Version 1.0” [OA07] per rappresentare le liste 
di  codici, indicate  anche  come  vocabolari  controllati o  enumeration.  
L'obiettivo  principale  è  quello  di  fornire  una  modalità  standard  per 
rappresentare e scambiare liste di codici cercando di superare le classiche 
problematiche legate ad esse, come ad esempio la traduzione dei codici nelle 
diverse lingue (es: domenica, dimanche, domingo, sunday, sonntag). 
I documenti generic code sono espressi concettualmente mediante UML e 
concretamente in un formato XML generalmente con estensione “.gc”; essi 
possono contenere un vasto insieme di informazioni sulle liste di codici. Il 
formato  XML  è  stato  adottato  proprio  per  favorire  la  distribuzione  e 
l'interoperabilità delle liste di codici tra sistemi differenti. Le liste di codici 
vengono strutturate secondo un modello tabellare dove: 
• le righe rappresentano “conceptual code” 
• le colonne rappresentano “associated value” 
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L'idea di fondo è la stessa dei database relazionali: le righe rappresentano 
concettualmente le voci della lista  (distinct entry), le colonne rappresentano 
l'insieme di valori definiti per ogni voce della lista  (codelist metadata).  Per 
ogni riga deve essere presente almeno una colonna che assume la funzione di 
chiave (key). 
2.1.5 Business rules
Come quinto requisito l'applicativo deve essere in grado di riportare nella 
guida le informazioni sulle  Business rules,  espresse mediante il linguaggio 
Schematron,  per  indicare  e  documentare  la  presenza  di  eventuali  vincoli  
aggiuntivi applicabili in determinati contesti del documento XSD. 
Schematron
Il linguaggio Schematron fa parte dello standard ISO/IEC 1975 [II06], il 
quale suddivide il processo di validazione di un documento XML (o SGML) 
in più parti proponendo tecnologie specifiche per funzioni diverse:
• Regular-grammar-based validation — RELAX NG [JM01]
• Rule-based validation — Schematron 
• Namespace-based Validation Dispatching Language — NVDL
 
Fra queste tre tecnologie Schematron consente, utilizzando un approccio 
basato sulla definizione di regole, di esprimere vincoli sul documento XML 
altrimenti non esprimibili mediante l'uso di linguaggi  grammar-based come 
ad esempio RELAX-NG e XML-SCHEMA (1.0). Il linguaggio Schematron è 
caratterizzato dai seguenti aspetti:
• Sintassi XML
• Regole organizzate in documenti con estensione “.sch”
• Uso del linguaggio XPath per esprimere il context e il test della regola
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2.1.6 Parametrizzazione della documentazione
L'applicativo  deve  permettere  all'utente  di  parametrizzare  la 
documentazione cioè di poter scegliere sia le informazioni, estratte dal file 
XSD,  da  includere  nella  guida  sia  i  parametri  per  impostare  la  struttura 
dell'output, in modo tale da generare selettivamente guide mirate in base alle 
esigenze specifiche del fruitore e all'ambito di utilizzo.
2.1.7 Personalizzazione della documentazione
L'applicativo  deve permettere  all'utente  di  personalizzare  la  guida  con 
contenuto extra, come ad esempio capitoli, sezioni ed immagini, che possono 
essere utili nel dettagliare e spiegare meglio lo schema del profilo d'uso, in 
modo  tale  da  renderla  meno  schematica,  più  discorsiva  e  quindi 
maggiormente fruibile.
2.1.8 Output HTML e PDF
L'ottavo requisito è che l'applicativo deve produrre la guida nei formati 
HTML e PDF. Il formato HTML è adatto per visionare la guida mediante un 
web browser mentre il formato PDF è utilizzabile sia per poter visionare la 
guida nella versione elettronica tramite un PDF reader sia per produrla nella 
versione stampabile. 
2.1.9 Output statistiche
Come  nono  requisito  l'applicativo  deve  generare  dei  documenti 
contenenti  le statistiche sia per ottenere dei parametri  con i  quali  valutare 
l'applicativo stesso in termini di  performance sia per produrre  report sulla 
struttura dell'albero in modo tale da analizzarla nel dettaglio. Si è ritenuto 
opportuno  aggiungere  a  posteriori  tale  requisito  per  avere  un  metro  di 
giudizio sulla bontà sia degli algoritmi sia degli output prodotti. 
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2.1.10 Modalità d'esecuzione
 Infine l'applicativo deve poter essere eseguito da linea di comando e in 
modalità batch. 
L'esecuzione da linea di comando è stata scelta per i seguenti motivi:
• per concentrarsi maggiormente sul kernel dell'applicativo anziché 
sull'interfaccia 
• per consentire l'utilizzo dell'applicativo all'interno di altri programmi 
o script. 
La modalità batch si adatta ad un uso non interattivo dell'applicativo, utile 
ad esempio nel caso in cui si debba processare un gran numero di documenti 
XSD i quali, eventualmente, potrebbero richiedere tempi molto lunghi. 
2.2 Funzionalità dell'applicativo
Partendo dall'analisi dei requisiti sono stati identificati, di conseguenza, le 
funzionalità che l'applicativo XDG deve fornire:
1. supporto documenti XSD
2. rappresentazione dell'albero dell'istanza XML
3. semplificazione su richiesta dei rami dell'albero dell'istanza XML
4. gestione Code List
5. supporto Business rules 
6. supporto parametrizzazione documentazione 
7. supporto personalizzazione documentazione
8. output guida per profilo d'uso
9. output statistiche
10. gestione parametri d'input linea di comando e modalità batch
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2.2.1 Supporto documenti XSD 
La prima funzionalità su cui ci si è concentrati è stata quella di generare 
guide utilizzando come input documenti XSD. Pertanto si è scelto di fornire 
inizialmente un supporto completo ai componenti XML-Schema usati nella 
specifica OASIS UBL 2.0 fino a renderlo il più generale possibile. 
Di seguito è rappresentato il diagramma dei componenti del linguaggio 
XML-Schema (Fig.21) nel quale sono riportate in verde le parti gestite ed in 
rosso quelle non gestite dall'applicativo.
Figura 20: Diagramma UML dei componenti XML-Schema gestiti.
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L'applicativo è in grado di gestire la maggior parte dei componenti XML-
Schema  tranne  i  tipi  anonimi;  di  conseguenza  i  modelli  di  progettazione 
supportati sono i seguenti:
• giardino dell'eden –  È caratterizzato  sia dal  definire  come globali  
tutti gli elementi e i tipi sia dall’usare sistematicamente “@ref” per  
tipare gli elementi. 
• tende  alla  veneziana – È  caratterizzato  dal  possedere  un  unico  
elemento globale, l'elemento radice, e tanti tipi nominali ciascuno dei  
quali contiene definizioni di elementi locali associati a tipi nominali  
ed esterni.
I modelli di progettazione bambole russe e fette di salame non sono stati 
supportati poiché definendo tutti i tipi localmente non ne consentono il riuso, 
contrariamente a quanto accade negli XSD basati sui Core Components.
2.2.2 Rappresentazione dell'albero dell'istanza XML
La guida  comprende  la  rappresentazione  dell'albero  dell'istanza  XML. 
Nella  costruzione  dell'albero  ci  si  è  concentrati  nell'adottare  due  diversi 
approcci:  statico  e dinamico. L'approccio  statico  consiste nel rappresentare 
l'albero  dell'istanza  XML per  intero,  in  tutta  la  sua  lunghezza,  come  ad 
esempio accade nell'output PDF. L'approccio dinamico consiste nel caricare e 
quindi visualizzare rami dell'albero dell'istanza XML in modo selettivo.
L'approccio  statico  si  adatta  bene  a  documenti  di  piccole  dimensioni, 
consentendo di  visionare  per  intero  l'albero  dell'istanza  in  modo diretto  e 
completo.  L'approccio  dinamico  si  rivela  l'unico  possibile  quando i 
documenti  XSD possono  consentire  istanze  XML molto  grandi,  come  ad 
esempio il documento “Order” presente in UBL 2.0: infatti,  poiché questo 
può dar vita,  nella versione minima, ad un'istanza composta addirittura da 
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circa 3.000.000 di nodi tra elementi e attributi, l'approccio dinamico consente 
di  ridurre  la  dimensione  dell'output  notevolmente  rispetto  a  quella  con 
l'approccio statico. 
Si  è  scelto  di  rappresentare  l'albero  dell'istanza  XML  seguendo  le 
modalità spiegate nelle sezioni 1.6 e 1.7 sulla documentazione relativa alle 
specifiche  MODA-ML  ed  eBiz-TCF.  Tale  rappresentazione  comporta  la 
gestione dei seguenti aspetti:
• elementi foglia e non foglia, attributi, compositor e wildcard
• livelli di annidamento indentati e numerati
• cardinalità, mixed content e nil come informazioni aggiuntive
Inoltre,  parallelamente  all'albero  dell'istanza  XML,  come  per  la 
documentazione  eBiz-TCF,  sono  riportate  le  informazioni  relative  agli 
elementi, attributi e wildcard. 
2.2.3 Semplificazione rami dell'albero dell'istanza
Alla rappresentazione dell'albero dell'istanza XML, sopra citata, è stata 
aggiunta  la  funzionalità  di  riduzione,  su  richiesta,  dei  rami  dell'albero 
dell'istanza  XML. Questa  consente  di  specificare,  mediante  una  sintassi 
XPath  [JD99]  semplificata, un  elenco  di  path  da  non  includere  nella 
rappresentazione dell'albero dell'istanza XML. 
Tale operazione avviene nella generazione statica della rappresentazione 
dell'albero dell'istanza XML poiché, solo in questo caso, esso viene percorso 
interamente: per ogni ramo dell'albero si confronta il corrispettivo canonical  
path con i path definiti nell'elenco di quelli da togliere e, se vi è almeno una 
corrispondenza,  il  ramo  viene  “potato”  (in  inglese  trim)  e  quindi  non 
processato.  L'applicativo  XDG è in  grado di  gestire  solo  un sottoinsieme 
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semplice di espressioni XPath poiché non si ha l'istanza XML vera e propria 
sulla quale applicare le query XPath, ma solo una sua rappresentazione, per 
giunta parziale, nel senso che per ogni ramo si conoscono solo i  nodi già 
processati  e non quelli  successivi (questo punto verrà spiegato meglio nel 
capitolo sull'implementazione).
 Le espressioni XPath semplificate devono avere la seguente forma:
• canonical path ( /a/b/c , /a/b/@a , /cbc:a/udt:b , /@xml:lang )
• descendant axis nella forma contratta ( //a , /a/b//y:c , //a//x:b//c//@d ) 
2.2.4 Gestione Code List
L'applicativo riesce a gestire, in modo compatto ed efficiente, le liste di 
codici espresse sia mediante i nodi “xsd:enumeration” presenti nello XSD e 
sia mediante i generic code.  
• In modo compatto perché le facet enumeration, a differenza delle altre 
facet,  durante  l'analisi  del  documento  XSD  d'input,  sono  state 
decontestualizzate per essere raggruppate insieme ai codelist espressi 
mediante i generic code e quindi documentate nello stesso modo.   
• In modo efficiente in  quanto le  liste  di  codici,  poiché possono sia 
essere  costituite  da  molti  valori  e  sia  presentarsi  nell'albero 
dell'istanza  XML in  più  nodi,  sono  state  gestite  in  modo  diverso, 
statico  e  dinamico, a seconda del tipo di output della guida (PDF o 
HTML).
La modalità statica consiste nell'indicare nei nodi dell'albero solo il nome 
della lista di codici e nel riportare tutti i valori del codelist una sola volta in 
una sezione della guida. La modalità dinamica consiste nel caricare, nei nodi 
dell'albero dell'istanza XML interessati,  l'intera lista di codici solo quando 
viene esplicitamente richiesta.
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Nella guida le liste di codici vengono etichettate nei seguenti modi per 
evidenziarne la modalità d'uso:
• mandatory – d'uso obbligatorio, definito nello XSD 
• recommended – d'uso consigliato, definito nel file Generic Code.
2.2.5 Supporto Business rules
L'applicativo è in grado di riportare le informazioni sulle  Business rules 
espresse mediante il linguaggio Schematron, il quale permette appunto di fare 
asserzioni su ciò che il documento XML può o non può contenere. Si è scelto 
di supportare un set di componenti Core Elements, appartenenti alla specifica 
Schematron, sufficiente a gestire le informazioni sui vincoli da documentare.
Oltre  a  riportare  le  informazioni  sui  vincoli,  ci  si  è  concentrati 
maggiormente nel cercare di associare i vincoli ai corrispettivi nodi contesto 
nell'albero  dell'istanza.  Per  fare  ciò,  come  visto  nella  sezione  2.2.3  sulla 
semplificazione  dei  rami  dell'albero  dell'istanza  XML,  è  necessario  che 
l'espressione XPath, presente nell'attributo context della “sch:rule”, sia in una 
delle seguenti forme:
• canonical path ( /a/b/c , /a/b/@a , /cbc:a/udt:b , /@xml:lang )
• descendant axis nella forma contratta ( //a , /a/b//y:c , //@a ,
//a//x:b//c//@d ) 
Nel caso in cui l'espressione XPath presenti predicati, ovvero espressioni 
racchiuse  tra  parentesi  quadre  utilizzate  per  filtrare  in  una  sequenza  solo 
alcuni nodi, questi vengono eliminati e, qualora l'espressione risultante rientri 
in  una  delle  due  forme  sopraelencate,  essa  può  essere  associata.  Di 
conseguenza vi saranno due tabelle: la prima contenente le regole linkate ai 
nodi  dell'albero,  la  seconda  contenente  invece  le  regole  che  non  si  sono 
potute associare in nessun punto dell'albero.
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2.2.6 Parametrizzazione della documentazione
L'applicativo  consente di  parametrizzare la  documentazione dell'output 
delle guide. Come visto per gli applicativi descritti nei capitoli 1.1, 1.2 e 1.3, 
è  possibile  selezionare  quali  tipologie  di  informazioni,  relative  alla 
documentazione,  includere  nelle  guide  per  differenziarle  a  seconda  del 
contesto d'utilizzo. 
In particolar modo ci si è concentrati nel fornire un metodo per scegliere, 
con  una  granularità  fine,  quali  tag,  presenti  all'interno  degli  elementi 
“xsd:documentation” appartenenti per es. al vocabolario CCTS,  includere 
nella documentazione. 
2.2.7 Personalizzazione della documentazione
Oltre alla parametrizzazione della documentazione ci si è focalizzati nel 
fornire un metodo per personalizzare il contenuto della guida.
Si  è  scelto  pertanto  di  utilizzare  il  formato  standard  docbook  [NR10] 
come mezzo per arricchire le guide con contenuto extra allo XSD come ad 
esempio la copertina, i capitoli, le sezioni, le immagini e la bibliografia.
Il  formato docbook è particolarmente adatto  a questo scopo in quanto 
esso, essendo un linguaggio di markup semantico, fornisce un metodo per 
definire la struttura e il contenuto di un documento a prescindere da quella 
che sarà la sua presentazione. 
Quindi,  per  consentire  all'utente  di  personalizzare  il  contenuto  delle 
guide,  si  è  definito  un  “template”  composto  da  un  sottoinsieme  di  tag 
ammissibili,  tra  i  molti  messi  a  disposizione  dalla  specifica  docbook.  Il 
template docbook verrà esaminato nel dettaglio nella sezione 2.3.3.
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2.2.8 Output guida per profilo d'uso
Come  da  requisito,  l'applicativo  è  in  grado  di  generare  la  guida  nei 
seguenti formati:
• HTML – per visualizzare la guida nei web browser
• PDF – per visualizzare la guida su dispositivi elettronici o produrla 
nella versione cartacea.
Oltre agli output HTML e PDF, l'applicativo produce un documento di 
output intermedio nel formato XML il quale contiene sia tutti i componenti 
XML-Schema processati nello XSD sia tutti i codelist. Esso viene utilizzato 
dall'applicativo stesso per generare gli output HTML e PDF.  
















Oltre alla guida nei formati HTML, PDF e l'output intermedio XML, si è 
scelto di generare documenti con dati statistici contenenti sia le informazioni 
generali  riepilogative  sull'esecuzione  del  task completato  e  sia  le 
informazioni più tecniche relative all'albero dell'istanza XML. Il contenuto di 
ciascun documento statistico generato sarà presentato nella sezione 2.3.4.
2.2.10 Linea di comando e modalità batch
L'applicativo viene eseguito da linea di comando ed in modalità batch. 
L'utilizzo  della  linea  di  comando  è  utile  ad  esempio  nei  casi  cui  si  ha 
l'esigenza di integrare l'applicativo in  script  o in altri programmi, mentre la 
modalità batch si  adatta all'utilizzo dell'applicativo nel generare molteplici 
guide, che potrebbero richiedere molto tempo per la loro realizzazione.
Per  adempiere  a  questo  scopo  si  è  scelto  di  utilizzare  un  file  di 
configurazione dove possono essere specificati i  task,  ovvero i processi di 
generazione delle guide per i file XSD d'input, con le relative  impostazioni 
di configurazione. Questa scelta si è rivelata adeguata al fine di permettere, in 
modo  semplice  ed  efficace,  sia  una  configurazione  particolareggiata  nei 
dettagli per un singolo file XSD e sia una configurazione generica comune a 
più file XSD d'input. 
Inoltre l'applicativo prevede un file di log che, come l'output della linea di 
comando, presenta le seguenti informazioni relative ad ogni task da eseguire:
• riepilogo parametri d'input specificati
• passaggi intermedi completati
• eventuali messaggi con severità: info, warning ed error
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2.3 Architettura XDG
Dopo aver analizzato nelle sezioni precedenti i requisiti e le funzionalità 
relativi all'applicativo XDG, sarà presentata ed esaminata la sua architettura 
nei seguenti aspetti: 
• ciclo d'esecuzione




Il ciclo di esecuzione dell'applicativo XDG, come si evince dalla figura 
sottostante (Fig.21), risulta essere organizzato in modo semplice e lineare. 
Figura 21: Ciclo d'esecuzione dell'applicativo XDG.
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Esso inizia  con l'esaminare il  file  “configurazione TASK” in modo da 
ottenere l'elenco dei documenti XSD con le relative opzioni di configurazione 
da processare. Ogni documento d'input XSD viene analizzato e documentato 
mediante  il  componente  “XML schema analyzer” il  quale,  tenendo conto 
anche degli eventuali documenti contenenti le liste di codici espresse tramite i 
Generic Code, genera in output il documento XML. 
In  seguito  si  provvede,  qualora  necessario,  a  generare  una  versione 
minimale  del  documento  Schematron  schema,  mediante  il  componente 
“Schematron handler”, in modo tale da poter essere utilizzata nei passaggi 
successivi. Una volta ottenuti l'output XML ed opzionalmente il documento 
Schematron  schema  nella  versione  minimale,  si  procede  con  il  generare 
dapprima l'output HTML e successivamente l'output PDF insieme ad alcuni 
documenti contenenti le statistiche.
 Il  componente  “xml2html”,  utilizzando  sia  il  file  “configurazione 
HTML” sia  il  “template  docbook” e,  se  specificato,  il  documento 
Schematron  schema nella  versione  minimale,  trasforma l'output  XML nel 
documento HTML. 
Similmente,  il  componente  “PDF&stats”  partendo  dall'output  XML, 
assieme  al  file  di  “configurazione  PDF”,  al  “template  docbook” e,  se 
definiti, ai documenti Schematron schema e  “configurazione trim”, genera 
l'output  PDF  e  tre  documenti  statistici  sull'albero  dell'istanza  XML, 
rispettivamente “stats required”, “stats subordinated” e “stats all”. 
Il ciclo d'esecuzione dell'applicativo XDG termina con la generazione di 
un documento, denominato  “stats”,  contenente i dati statistici riepilogativi 
sia  sui  tre  output  principali  generati,  XML,  HTML e PDF,  sia  sull'albero 
dell'istanza. 
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2.3.2 Analisi dei componenti
L'applicativo  XDG,  come  visto  nel  suo  ciclo  d'esecuzione,  utilizza  i 
seguenti componenti:




Componente XML Schema analyzer
Il  componente  XML schema  analyzer rappresenta  la  parte  nevralgica 
dell'applicativo sia perché esso gestisce i componenti del linguaggio XML-
Schema presenti nel documento XSD sia perché produce l'output XML, il 
quale successivamente sarà l'input di base per generare i documenti HTML e 
PDF.
Come  si  evince  chiaramente  dalla  figura  (Fig.22),  lo  XML schema 
analyzer  ha  come  input  principale  il  documento  XSD,  che  può  essere 
strutturato anche su più librerie, eventualmente situate in rete, ed ha come 
input  opzionale  un  insieme  di  documenti  Generic  Code, nei  quali  sono 
definite le liste di codici. 
Figura 22: Diagramma componente XML schema analyzer.
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Lo  XML  schema  analyzer,  durante  l'analisi  del  documento  XSD, 
costruisce le varie parti dell'output XML ed usa quest'ultimo come struttura 
dati  per memorizzare tutte le informazioni processate e per “raffinare”,  in 
seguito,  l'output  XML attraverso  passaggi  successivi,  come rappresentato 
nella figura sottostante (Fig.23).
Nei primi due passaggi vengono gestiti sia tutti i tipi (“xs:simpleType” e 
“xs:complexType”)  sia  tutti  gli  elementi  definiti  globalmente  presenti  nel 
documento XSD principale ed eventualmente anche nelle librerie importate, 
incluse e ridefinite. Durante il primo e il secondo passaggio vengono gestiti 
tutti  i  componenti  XML-Schema supportati  dall'applicativo come attributi, 
compositor, wildcard e facet, che è possibile trovare definiti all'interno dei 
tipi e degli elementi. 
Il terzo passaggio gestisce le informazioni dei codelist espressi mediante i 
generic code, qualora presenti, inserendo le informazioni sulle liste di codici.
Nel  quarto  passaggio  si  provvede  a  completare  le  informazioni  degli 
elementi, sia quelli definiti globalmente che quelli definiti localmente, con le 
informazioni dei relativi tipi.
 L'ultimo  passaggio  definisce  l'elemento  radice  dell'albero  dell'istanza 
XML ed organizza, sempre all'interno del file XML, tutti i tipi e gli elementi 
in sezioni secondo il rispettivo namespace di appartenenza.
Componente xml2html
Il componente xml2html ha il compito di generare la guida nel formato 
d'output HTML. Come rappresentato nel diagramma sottostante (Fig.24), il 
Figura 23: Pipeline XML Schema analyzer.
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componente prende in input  i  seguenti  parametri:  il  file  di configurazione 
HTML per  le  impostazioni  di  configurazione,  il  template  docbook per  la 
personalizzazione della guida con contenuto extra ed infine, opzionalmente, 
lo Schematron schema nella versione minimale per documentare le business  
rules.
Il componente xml2html per generare l'output HTML compie una serie di 
passaggi. Il primo passaggio consiste nell'adottare i parametri d'input definiti 
nel file di configurazione dell'output HTML, come ad esempio i colori da 
utilizzare per differenziare elementi, attributi, compositor e wildcard presenti 
nell'albero dell'istanza XML.
Il passaggio successivo imposta la copertina, l'indice, i capitoli descrittivi 
ed il capitolo tabella del profilo d'uso, tutti definiti nel template docbook.
Dopo questi primi due passaggi, il terzo inserisce la tabella del profilo 
d'uso, la quale contiene momentaneamente solo l'elemento radice dell'albero 
dell'istanza in quanto, l'output HTML, come visto nella sezione 2.2.2, utilizza 
la modalità dinamica.  
Il  quarto  passaggio  aggiunge  il  capitolo  business  rules  definito  nel 
template  docbok ed  il  quinto  ne  riporta  le  regole  presenti  nel  documento 
Schematron schema nella sua versione  minimale.
Figura 24: Diagramma componente xml2html..
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Il  sesto  passo  completa  la  guida  con  la  bibliografia  specificata  nel 
template docbook.
L'ultimo passaggio crea una sezione contenente le righe della tabella del 
profilo d'uso, le quali rappresentano i nodi (elementi, attributi, compositor e 
wildcard)  utilizzabili  per assemblare dinamicamente l'albero  dell'istanza 
XML.  
Componente PDF&stats
Il  componente  PDF&stats  ha  il  compito  di  generare  sia  la  guida  nel 
formato d'output  PDF sia tre documenti statistici.  Il  componente,  come si 
evince nel diagramma (Fig.25),  ha in input i  seguenti  parametri:  il  file di 
configurazione  PDF  per  le  impostazioni  di  configurazione,  il  template 
docbook per personalizzare la guida con contenuto extra, opzionalmente lo 
schematron schema nella versione minimale contenente le  business rules ed 
infine  il  file  trim,  anch'esso  facoltativo,  per  specificare  i  rami  dell'albero 
dell'istanza da non includere.
Il  componente  PDF&stats,  per  generare  l'output  PDF  e  i  documenti 
statistici,  compie  una  serie  di  passaggi.  Il  primo  passaggio  consiste 
nell'adottare  i  parametri  d'input  specificati  nel  file  di  configurazione 
dell'output PDF.
Figura 25: Diagramma componente PDF&stats.
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Il passaggio successivo imposta la copertina,  i  capitoli  descrittivi ed il 
capitolo profilo d'uso, tutti definiti nel template docbook.
Il terzo passaggio, di notevole importanza, genera la tabella del profilo 
d'uso percorrendo l'intero albero dell'istanza XML, dalla radice ai nodi foglia, 
e, per ogni nodo, compie le seguenti operazioni:
• controllo trim: in caso positivo si passa al nodo successivo.
• processo nodo: si inserisce la riga nella tabella del profilo d'uso.
• controllo Schematron: in caso positivo si inserisce info sul vincolo.
• controllo per le statistiche: in caso positivo si aggiunge il path del  
ramo nel corrispettivo output delle statistiche.
• controllo ricorsione: in caso positivo si scartano i nodi annidati.
Quest'ultima  operazione,  controllo  ricorsione,  assicura  che,  qualora 
all'interno del ramo corrente sia presente più di una volta lo stesso elemento, 
questo venga documentato solo alla sua prima occorrenza: si evita in questo 
modo di incorrere ciclicamente (loop) nel medesimo percorso.
Il  quarto  passaggio  aggiunge  il  capitolo  business  rules  definito  nel 
template  docbok  ed  il  quinto  ne  riporta  le  regole,  gestite  e  non  gestite, 
presenti nel documento Schematron schema nella sua versione  minimale.
Il  sesto  passo  organizza  nell'appendice  le  liste  di  codici  definite  nel 
documento  d'input  XML;  il  settimo  genera  il  glossario  utilizzando  le 
definizioni  dei  termini  impostate  nel  documento  di  configurazione  PDF; 
l'ottavo inserisce la bibliografia specificata nel template docbook.
Il nono passaggio genera l'indice posizionandolo inizialmente in coda al 
documento PDF, per poi riordinarlo tra la copertina ed il primo capitolo.    
L'ultimo passaggio scrive sul disco i documenti statistici: stats required, 
stats subordinated e stats all. 
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Componente Schematron handler
Per gestire i file SCH Schematron schema, come si evince dalla figura 
sottostante  (Fig.26),  il  componente  Schematron  handler esegue  una 
“pipeline” di trasformazioni, sia mediante il linguaggio JAVA sia attraverso 
fogli di stile XSLT, fino ad arrivare ad una versione minimale del documento 
SCH stesso. Di seguito saranno esaminati i passi della pipeline. 
Le regole Schematron possono trovarsi organizzate in un documento SCH 
separato dal documento XSD oppure inglobate (embedded) nel documento 
XSD: in quest'ultimo caso, prima di iniziare il processo di “minimizzazione” 
del  documento  SCH,  è  necessario  estrarre  le  regole  Schematron  dal 
documento XSD, organizzarle in un documento separato e proseguire con i 
passaggi successivi. Questa trasformazione viene attuata utilizzando il foglio 
di  stile  “ExtractSchFromXSD-2.xsl”  che  è  disponibile  nel  package 
“schematron iso xslt2” reperibile online. 
Il  passaggio  successivo,  effettuato  utilizzando  il  linguaggio  JAVA, 
consiste nel risolvere tutte le direttive “sch:include”,  eventualmente a loro 
volta  presenti  anche nei  file  inclusi,  per  ottenere  come risultato  un  unico 
documento.
 Di  seguito,  sempre  utilizzando  JAVA,  vengono  impostate  le  fasi 
(sch:phase) nel seguente modo: se nel file di configurazione TASK sono state 
Figura 26: Diagramma pipeline Schematron.
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specificate  delle  fasi,  allora  le  fasi  diverse  da  quelle  specificate  vengono 
rimosse dal documento SCH; altrimenti, se non è stata specificata neanche 
una  fase,  viene  impostato  il  parametro  “phaseDirective=#DEFAULT”  da 
passare al foglio di stile XSLT per il passaggio successivo. 
Dopo  l'impostazione  delle  fasi  viene  effettuata  una  trasformazione 
utilizzando il  foglio  di  stile  XSLT denominato  “skeletron.xslt”  il  quale  si 
occupa dei seguenti tre aspetti: gestione delle fasi, gestione dei pattern astratti 
(abstract pattern) ed infine sostituzione dei parametri.
La gestione delle fasi nel foglio di stile è realizzata nel modo seguente: se 
il  parametro  phaseDirective  è  impostato  su  “#DEFAULT” si  controlla  il 
valore dell'attributo  defaultPhase  presente nel tag “sch:schema” e,  qualora 
esso  sia  stato  definito,  si  mantiene  la  fase  indicata  eliminando  le  altre 
eventuali fasi e/o regole, altrimenti vengono mantenute tutte le fasi e/o regole 
presenti nel documento; invece, se il parametro  phaseDirective  non è stato 
impostato,  significa  che  sono  state  specificate  una  o  più  fasi  nel  file  di 
configurazione TASK e quindi le regole non organizzate in fasi, se presenti, 
vengono tutte eliminate.
Oltre alla gestione delle fasi, il foglio di stile XSLT provvede a risolvere i 
pattern astratti ovvero quei pattern che definiscono i valori dei parametri i 
quali  vengono  utilizzati  nelle  espressioni  XPath  degli  instance  pattern,  e 
provvede  ad  effettuare  la  sostituzione  dei  parametri. L'ultimo  passo  della 
pipeline consiste,  utilizzando  il  codice  JAVA,  nel  sostituire,  in  tutte  le 
espressioni XPath definite nel documento Schematron, il valore dell'attributo 
prefix  presente  nei  tag  “sch:ns”  con  il  valore  del  prefisso  corrispondente 
definito nel documento XSD.
Dopo aver effettuato tutti i passaggi della pipeline descritti, il risultato è 
un documento Schematron schema minimale che può essere utilizzato nei 
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successivi  moduli  dell'applicativo  per  generare  documentazione  sulle 
business rules negli output HTML e PDF. 
2.3.3 Input
In  questa  sezione  verranno  presentati  i  meccanismi  di  input  utilizzati 
dall'applicativo per i seguenti scopi:
• configurazione parametri d'input
➢ file configurazione TASK
• parametrizzazione documentazione
➢ file configurazione HTML
➢ file configurazione PDF
• personalizzazione documentazione
➢ file template DocBook
• semplificazione su richiesta dei rami dell'albero dell'istanza XML
➢ file configurazione TRIM
Inoltre per i file di configurazione task, html, pdf e trim è stato abbinato il 
relativo XSD per consentire la validazione a runtime. 
Nelle  cartelle  “doc/task/”,  “doc/htmlconfig”,  “doc/pdfconfig”  e 
“doc/trimconfig”,  presenti  nel  package,  si  trovano  le  relative  guide, 
specificate dettagliatamente e generate in modo automatico dall'applicativo 
proprio a partire dai file XSD stessi. 
Invece  nella  cartella  “doc/docbookconfig/”,  anch'essa  presente  nel 
package,  vi  è  un  esempio  completo  di  template  docbook  nel  quale  sono 
riportati  e  documentati  tutti  i  tag,  appartenenti  alla  specifica  docbook, 
utilizzabili per specificare template docbook personalizzati.
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File configurazione TASK
Il file di configurazione TASK è un documento XML mediante il quale è 
possibile specificare, in modo semplice e completo, una serie di file XSD da 
processare con le relative opzioni. Il file task può contenere una serie di nodi 
“singleTask” e “multipleTask”: l'idea di base è quella di permettere, mediante 
l'uso del  singleTask,  di specificare una configurazione completa nei minimi 
dettagli  per  un  singolo  file  XSD;  al  contrario,  mediante  l'utilizzo  del 
multipleTask, di specificare una sola volta le opzioni di configurazione per un 
insieme  di  file  XSD,  impostando  esclusivamente  alcuni  parametri  di 
configurazione comuni a tutti gli XSD d'input ed utilizzando le opzioni di 
configurazione di default per i rimanenti parametri.
Il tag “singleTask” si divide in due macro sezioni: “input” e “output”: la 
sezione  input  contiene  i  parametri  di  input  e  deve  essere  definita 
obbligatoriamente,  invece  la  sezione  output  contiene  le  opzioni  di 
configurazione per i file di output da generare e può essere omessa. 
Nel tag “input” è possibile specificare le seguenti opzioni:
• xsd [1-1] – filename dello XSD d'input ed eventuale elemento radice 
• codelist [0-1] – cartella contenente i file Generic Code, il nome del  
campo da visualizzare e la grandezza massima del file .gc consentita 
• docbook [0-1] – filename del file docbook per la personalizzazione  
dell'output con contenuto esterno
• trim  [0-1] – filename  del  file  trim  contenente  i  path  dell'albero  
d'istanza da escludere nell'output PDF
• additionalConstraint  [0-1] – file  schematron  schema  e  le  fasi  da  
attivare  
• additionalEmbeddedConstraint [0-1] – flag indicante se documentare  
i  vincoli Schematron embedded
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Nel tag “output” è possibile specificare le seguenti opzioni:
• xml [0-1] – filename dell'output XML
• html [0-1] – filename dell'output HTML ed il filename del file di  
configurazione HTML
• pdf [0-1] – filename dell'output PDF ed il filename del file di  
configurazione PDF
• stats [0-1] – filename degli output per le statistiche
Il tag “multipleTask” contiene la sola sezione di “input” dove è possibile 
specificare le seguenti opzioni:
• xsd [1-1] – cartella contenente i file XSD da processare
• codelist [0-1] – cartella contenente i file Generic Code, il nome del  
campo da visualizzare e la grandezza massima del file .gc consentita 
• additionalEmbeddedConstraint [0-1] – flag indicante se documentare  
i  vincoli Schematron embedded
Per tutte le altre opzioni si utilizzano i valori di default e i path costruiti a 
partire dal filename dello XSD d'input ma con i prefissi diversi a seconda 
dell'opzione. 
Ad esempio, considerando un documento XSD denominato “order.xsd”, 
vengono cercati nella stessa directory i seguenti file di input:
• order.db – template docbook
• order.sch – documento Schematron schema
• order_trim.xml – documento semplificazione rami dell'albero
• order_html_conf.xml – configurazione output HTML
• order_pdf_conf.xml – configurazione output PDF
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Come output invece vengono utilizzati i seguenti filename:
• order.xml – output XML
• order.html – output HTML
• order.pdf – output PDF
• order_stats.txt – output stats
• order_stats_required.xml – output stats required
• order_stats_subordinated.xml – output stats subordinated
File configurazione output HTML
Il file di configurazione HTML è un documento XML mediante il quale è 
possibile  impostare  le  opzioni  da  utilizzare  per  la  generazione dell'output 
HTML. La struttura del file di configurazione è suddivisa principalmente in 
tre  parti:  costanti  della  tabella,  mappatura  colori e  selezione 
documentazione. 
Nella  prima  sezione,  identificata  dal  tag  “constantsInfo”,  è  possibile 
impostare i seguenti parametri della tabella del profilo d'uso:
• table_second_th_width – larghezza di default della colonna 
documetation  espressa in pixel
• info_structured_indent – larghezza dell'annidamento degli elementi  
dell'albero dell'istanza espressa in pixel
• indent_width – larghezza in pixel della spaziatura delle voci nella  
colonna documentation
Nella seconda sezione, identificata dal tag “colorMapping”, è possibile 
specificare  i  colori  (rgb)  da  utilizzare  nella  tabella  per  identificare  più 
facilmente i seguenti elementi: 
• complex – elementi che hanno all'interno altri elementi e/o attributi 
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• base – elementi che hanno all'interno attributi
• simple – elementi che non hanno all'interno né altri elementi né  
attributi
• attribute – nodi attributo
• wildcard – nodi wildcard ( <any/> )
• compositor – nodi compositor come sequence, choice e all
La terza ed ultima sezione consente di selezionare, mediante l'attributo 
“make”, fra i seguenti tipi di documentazione quelli da inserire nella colonna 
documentation:
• documentationInfo – informazioni contenute nel tag  
“xsd:documentation”
• facetsInfo – informazioni sulle facets come “pattern”
• constraintInfo – informazioni sugli attributi “fixed” o “default”
• codelistInfo – informazioni sulle liste di codici (sia XSD sia Generic  
Code)
• derivationInfo – informazioni di derivazione (“extension” e  
“restriction”)
• advancedInfo – informazioni sugli attributi “block”, “final”,  
“abstract”
• wildcardInfo – informazioni sugli attributi “namespace” e  
“processContents” 
Il  tag  “documentationInfo”  rappresenta  la  parte  principale  del  file  di 
configurazione: infatti esso consente di attuare, con una granularità fine, la 
selezione  dei  singoli  tag,  appartenenti  ad  esempio  al  vocabolario  CCTS, 
presenti all'interno del nodo “xsd:documentation”.
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File configurazione output PDF
Il file di configurazione PDF è un documento XML mediante il quale è 
possibile  impostare  le  opzioni  da  utilizzare  per  la  generazione dell'output 
PDF.  La struttura del  file  di  configurazione è suddivisa principalmente in 
quattro  parti:  costanti  della  tabella,  larghezza  delle  colonne, mappatura 
colori e selezione documentazione. 
Nella  prima  sezione,  identificata  dal  tag  “constantsInfo”,  è  possibile 
impostare i seguenti parametri della tabella del profilo d'uso:
• flush – il numero modulo che regola la scrittura parziale sul disco
• indentFactor – il numero di spazi bianchi da usare per l'annidamento  
degli elementi dell'albero dell'istanza 
• indentChar – il carattere da usare per l'incolonnamento
Il tag “flush” è un parametro che regola le  performance  dell'applicativo 
durante la costruzione dell'albero dell'istanza XML: esso stabilisce il numero 
massimo di righe che si possono inserire nella tabella del profilo d'uso prima 
di riversare parte di essa dalla memoria centrale al disco, in modo tale da 
poter gestire tabelle di grandi dimensioni senza occupare tutta la memoria 
disponibile.
Nella  seconda  sezione,  identificata  dal  tag  “tableWidth”,  è  possibile 
adattare le dimensioni in larghezza delle tre colonne della tabella:
• indentWidth – la larghezza della colonna “livello annidamento”
• tagWidth – la larghezza della colonna “tag” 
• documentationWidth – la larghezza della colonna “documentation”
Le  dimensioni  della  tabella  sono  espresse  in  pt  e  la  larghezza  totale, 
essendo la pagina nel formato A4 (595pt) e considerando i margini di sinistra 
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e destra (2*25pt), non deve superare i 545 pt.
Nella  terza  sezione,  identificata  dal  tag  “colorMapping”,  è  possibile 
specificare i colori (rgb) da utilizzare nella tabella per identificare facilmente 
i seguenti elementi: 
• complex – elementi che hanno all'interno altri elementi e/o attributi 
• simple – elementi che non hanno all'interno altri elementi
• attribute – nodi attributo
• wildcard – nodi wildcard ( <any/> )
• compositor – nodi compositor come sequence, choice e all
La quarta ed ultima sezione consente di selezionare, mediante l'attributo 
“make”, fra i seguenti tipi di documentazione, quelli da inserire nella colonna 
documentation:
• documentationInfo – informazioni contenute nel tag  
“xsd:documentation”
• facetsInfo – informazioni sulle facets come “pattern”
• constraintInfo – informazioni sugli attributi “fixed” o “default”
• codelistInfo – informazioni sulle liste di codici (sia XSD sia Generic  
Code)
• derivationInfo – informazioni di derivazione (“extension” e  
“restriction”)
• advancedInfo – informazioni sugli attributi “block”, “final”,  
“abstract”
• wildcardInfo – informazioni sugli attributi “namespace” e  
“processContents” 
• additionalConstrintInfo – informazioni sulle business rules
• pathInfo – informazione sul canonical path
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Come visto per il file di configurazione HTML nella precedente sezione, 
il  tag  “documentationInfo”  rappresenta  la  parte  principale  del  file  di 
configurazione: infatti esso consente di attuare, con una granularità fine, la 
selezione  dei  singoli  tag,  appartenenti  ad  esempio  al  vocabolario  CCTS, 
presenti all'interno del nodo “xsd:documentation”.
Template DocBook
Il  template  DocBook,  come  specificato  nella  sezione  2.2.7,  è  un 
documento XML mediante il quale è possibile personalizzare la guida.
Il template consente di definire le seguenti parti: 
• copertina [1-1]
• label per appendice, indice e glossario [0-1]
• capitoli descrittivi [0-N]
• capitolo profilo d'uso [1-1]
• capitolo business rules [0-1]
• bibliografia [0-1]
La parte del template docbook relativa alla copertina consente di definire 
i seguenti elementi:
1. logo [0-N]





3. titolo guida [1-1]
4. lista informazioni sulla guida [0-1]
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• voce informazione sulla guida [1-N]
 nome [1-1]
 valore [1-1]
La copertina quindi è costituita da una o più immagini, da informazioni 
sul progetto come per esempio l'acronimo, le frasi descrittive, i link a pagine 
web ed altro contenuto addizionale, dal titolo della guida ed infine da una 
lista  contenente  coppie  nome/valore  utili  per  specificare  dettagli  come  il 
numero di versione, la data di pubblicazione, il nome del file del documento 
ed altro.  
Dopo  la  copertina  è  possibile  specificare  le  etichette  per  l'appendice, 
l'indice  ed  il  glossario  da  utilizzare  negli  output  HTML e  PDF.  Se  non 
specificate,  assumono  rispettivamente  i  valori  “Appendix”,  “Table  Of 
Content” e “Glossary”.
Definita la copertina, è possibile specificare uno o più capitoli descrittivi 
che possono essere utilizzati per inserire del contenuto a proprio piacimento. 








Il capitolo profilo d'uso ricalca la struttura del capitolo descrittivo; l'unica 
differenza è che alla fine presenterà la tabella del profilo d'uso generata a 
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partire dallo XSD e quindi l'elemento:
5. tabella del profilo d'uso [1-1]
L'elemento  tabella  del  profilo  d'uso,  seppur  obbligatorio,  è  puramente 
indicativo: esso rappresenta una sorta di segnaposto per la tabella che verrà 
generata automaticamente utilizzando lo XSD.
Il capitolo business rules può essere utilizzato per specificare contenuto 
extra prima delle tabelle delle regole Schematron. La struttura del capitolo 
business rules è la stessa dei capitoli descrittivi con in più gli elementi:
5. tabella regole gestite [1-1]
6. tabella regole non gestite [1-1]
Anche in questo caso gli elementi tabella regole gestite e tabella regole  
non gestite sono dei semplici segnaposti per le tabelle che verranno generate 
a partire da documenti Schematron schema. All'interno dell'elemento tabella  
regole non gestite è possibile specificare l'etichetta da utilizzare per la tabella 
delle regole non gestite.
Dopo la  copertina,  i  capitoli  descrittivi,  il  capitolo  profilo  d'uso  ed  il 
capitolo business rules è possibile definire la parte inerente la bibliografia. La 
specifica del docbook mette a disposizione molti elementi per organizzare la 
bibliografia nel modo più completo possibile; tuttavia nel template si è scelto 
di  utilizzare  solo  un  set  minimo di  tag  in  quanto  risulta  sufficientemente 
adeguato per bibliografie da inserire nelle guide. 
Gli elementi che possono essere definiti nella bibliografia sono i seguenti:
1. titolo etichetta bibliografia [1-1]
2. voce bibliografica [1-N]
• abbreviazione [1-1]
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• testo libero [0-1]
• risorse esterne [0-1]
▪ link [1-N]
Nella bibliografia è possibile specificare una o più voci bibliografiche, 
ciascuna di esse costituita da: l'abbreviazione utilizzata, i nomi di uno o più 
autori,  il  titolo  della  fonte  bibliografica,  testo  semplice  contenente 
informazioni  non  classificate  secondo  la  specifica  del  docbook  ed  infine 
risorse esterne quali link a pagine web.
All'interno dei paragrafi situati sia nei capitoli che nelle sezioni presenti 
nei capitoli descrittivi, tabella del profilo d'uso e business rules, è possibile 
inserire del testo formattato in grassetto o in corsivo. La specifica docbook 
consente di mettere in rilievo una parte di testo attraverso il tag “emphasis”;  
si è scelto di utilizzare il tag emphasis con l'attributo role=”bold” per indicare 
il testo in grassetto e con l'attributo role=”italic” per indicare il corsivo. 
Configurazione TRIM
Il file XML “TRIM” consente di specificare, mediante una sintassi XPath 
semplificata  e  motivata  nella  sezione  2.2.3, un  elenco  di  path,  da  non 
includere nell'output PDF.  La struttura del file TRIM è molto semplice: in 
essa troviamo unicamente il nodo radice “trim” con all'interno una sequenza 
di tag “p” contenenti l'espressione XPath semplificata che indica l'elemento o 
l'attributo da rimuovere dall'albero dell'istanza XML. 
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2.3.4 Output







L'output  XML,  a  differenza  di  quelli  HTML e  PDF,  rappresenta  la 
versione machine readable della guida priva però del contenuto extra e delle 
business rules: infatti esso viene utilizzato come input per generare la tabella 
del profilo d'uso da inserire nella guida negli altri due formati.
La  struttura  dell'output  XML è  suddivisa  prettamente  in  due  blocchi: 
header e body. L'header è stato pensato per raggruppare tutte le informazioni 
aggiuntive e riepilogative relative al documento XSD, come ad esempio il 
filename, il target namespace e l'identificativo della versione. Il body è stato 
pensato per contenere tutte le strutture dati necessarie per generare l'albero 
dell'istanza XML e per documentare correttamente le liste di codici.
A sua volta la sezione body presenta tre sottosezioni interne denominate 
rispettivamente:  tree,  libraries e  codelists. La sezione tree indica l'elemento 
radice  e  rappresenta il  punto di  partenza  per  costruire  l'albero  dell'istanza 
XML; la sezione libraries organizza, raggruppando a seconda del namespace 
d'appartenenza,  i  tipi  e  gli  elementi  che  potranno  essere  utilizzati  per 
assemblare  dinamicamente  l'albero  dell'istanza  XML;  infine  la  sezione 
codelists contiene tutte le liste di codici processate.  
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Output HTML
L'output  HTML rappresenta  la  versione  ibrida  della  guida,  a  metà  tra 
quella machine readable, XML, e quella human readable, PDF. 
La guida nel formato HTML racchiude sia l'efficienza e la praticità d'uso, 
derivanti dal fatto che la struttura dell'albero dell'istanza XML viene costruita 
dinamicamente,  sia  la  completezza  d'informazione,  poiché  comprende  il 
contenuto extra espresso nel template docbook e le Business rules definite nel 
documento Schematron schema. 
Inoltre,  grazie  alla  modalità  dinamica,  l'output  HTML  consente  di 
percorrere  tutto  l'albero  dell'istanza  XML proseguendo anche nei  punti  di 
loop, ovvero quei nodi che sono già stati attraversati almeno una volta.     





• capitolo profilo d'uso 
◦ tabella del profilo d'uso
• capitolo business rules 
◦ tabella business rules
• bibliografia
Output PDF
L'output  PDF  rappresenta  la  versione  human  readable  per  eccellenza 
della guida. Infatti la guida viene presentata con una veste grafica sobria ed 
elegante e quindi adatta all'utilizzo in contesti professionali. 
A differenza della tabella del profilo d'uso presente nell'output HTML, 
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quella nell'output PDF viene rappresentata per intero e questo, per istanze 
molto  grandi,  comporta  sia  tempi  lunghi  per  generarla  sia  un  output  di 
notevoli  dimensioni. Per ovviare a ciò, è possibile, mediante l'uso del file di 
configurazione trim, semplificare alcuni rami dell'albero in modo da rendere 
l'output PDF più leggero.  





• capitolo profilo d'uso 
◦ tabella del profilo d'uso
• capitolo business rules 
◦  tabella business rules regole linkate all'albero





L'output  delle  statistiche consiste  in  un  set  di  quattro  file  che  sono 
rispettivamente stats, stats required, stats subordinated e stats all, contenenti 
sia  informazioni  generali  riepilogative  sul  task  completato  (stats)  e  sia 
informazioni più tecniche relative all'albero dell'istanza XML creato durante 
la generazione dell'output PDF (required, subordinated e all).
L'output  stats è  un  file  di  testo  TXT  nel  quale  vengono  riportate 
informazioni organizzate in quattro blocchi. 
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Nel  primo blocco  vi  sono  i  tempi  impiegati  per  la  generazione  degli 
output XML, HTML e PDF espressi nel formato h:m:s e le dimensioni in KB 
dei relativi file di output. 
Nel  secondo  blocco  è  possibile  trovare  il  conteggio  dei  componenti 
processati durante la creazione dell'albero dell'istanza XML come attributi, 
elementi foglia (cioè elementi che non contengono altri elementi), elementi 
non foglia (ovvero elementi che contengono altri elementi) ed infine il loro 
totale.
 Nel terzo blocco sono riportati i nodi, sia elementi che attributi, required 
e subordinated. Un nodo è required se ha sia cardinalità minima obbligatoria 
(o use=required se è un attributo) e sia tutti i nodi  ancestor  con cardinalità 
minima obbligatoria. Un nodo è  subordinated  se ha sia cardinalità minima 
obbligatoria (o use=required se è un attributo) e sia almeno un nodo ancestor 
con cardinalità minima opzionale. 
Nel  quarto  ed  ultimo  blocco  sono riportati  i  valori  loop  point  e  max 
nasted level che rappresentano rispettivamente il conteggio totale dei punti in 
cui è stata gestita la ricorsione (es. /Invoice/Signature/Agency/Agency) ed il 
massimo livello  di  profondità  raggiunto  durante  la  costruzione dell'albero 
dell'istanza XML.
Gli output  stats required, stats subordinated  e stats all  sono file XML 
contenenti  tutti  i  path  rispettivamente  dei  nodi  required, dei  nodi 
subordinated  e di tutti i nodi, required e subordinated, processati durante la 
costruzione dell'albero dell'istanza XML. 
Di base l'output stats all  non viene abilitato perché, se l'istanza presenta 
molti  nodi,  produce  un  file  di  grandi  dimensioni;  quindi,  affinché  questo 
output  venga  generato,  è  necessario  che  tale  funzionalità  venga 
espressamente specificata nel file di configurazione task. 
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La struttura di questi tre file XML risulta essere simile e molto semplice: 
infatti  essa  è  costituita  solo  dal  nodo  radice,  rispettivamente  “required”, 
“subordinated”  e  “all”,  contenente  una  serie  di  nodi  “p”  (path)  i  quali 
presentano all'interno il  canonical path del nodo in questione. Inoltre i nodi 
“p” possono avere l'attributo “alt” il quale indica che si è in presenza di una 
scelta tra rami differenti dell'albero. I nodi “p” che presentano l'attributo “alt” 
sono sia i nodi presenti direttamente nei compositor “xsd:choice” sia i nodi 
annidati che derivano dalla loro scelta.
2.4 Considerazioni finali
La fase di progettazione è stata portata avanti di pari passo con la fase 
d'implementazione e quindi di  testing, in quanto a volte è accaduto che una 
scelta  implementativa,  la  quale  sembrava  lineare  ed  ottimale,  all'atto 
dell'implementazione,  a  causa  delle  tecnologie  adottate,  non  si  rivelava 
funzionale e pertanto bisognava cercare soluzioni alternative. 
Nel prossimo capitolo verranno esaminati i componenti dell'applicativo, 
descritti finora a livello progettuale, nel loro dettaglio implementativo.
Capitolo 3. Implementazione
In questo capitolo sarà discussa l'implementazione dei componenti visti 
nella sezione 2.3 considerando in particolare gli aspetti più rilevanti ed infine 
verranno analizzati gli output prodotti.
3.1 Implementazione applicativo XDG
L'applicativo XDG è stato implementato utilizzando il linguaggio JAVA 
con l'ausilio delle librerie EMF XSD, iText e SAXON, tre fogli di stile XSLT, 
quattro  documenti  XSD  di  validazione  ed  infine  tre  file  XML  per  le 
configurazioni di default. Si procede con l'analisi delle seguenti parti:
• classe principale
• classi ausiliarie
• fogli di stile XSLT
• file configurazioni di default
• documenti di validazione
3.1.1 Classe principale 
La classe principale dell'applicativo XDG è  XDocumentationGenerator, 
la quale definisce l'unico metodo pubblico configurationParse(), una serie di 
metodi privati utilizzati per gestire lo Schematron, gli output XML, HTML e 
PDF, ed alcuni metodi di utility.
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Task Handler
Per gestire e lanciare i task, con le relative opzioni, definiti nel file di 
configurazione  TASK,  l'applicativo  XDG espone  l'unico  metodo  pubblico 
configurationParse(), il quale procede nel modo seguente:
1. imposta file e console logger
2. per ogni task presente nel file di configurazione
➢ caso singleTask
• analisi configurazione INPUT e OUTPUT e 
validazione dei file di configurazione
• esecuzione task
➢ caso multipleTask
• per ogni documento XSD presente nella directory
• analisi INPUT e validazione dei file di configurazione
• esecuzione task
Nel primo punto viene creato un oggetto Formatter, ossia un gestore della 
formattazione  del  testo,  sia  per  personalizzare  i  messaggi  a  seconda  del 
livello di severità  info, warning  e severe,  sia per visualizzare le medesime 
informazioni di log in entrambi gli output: sul file e su console.
Nel  secondo  punto,  dopo  l'analisi  dei  parametri  di  input/output  e  la 
validazione dei documenti di configurazione, si esegue il task che consiste 
nel lanciare le seguenti operazioni, descritte nelle sezioni successive:
• genera output XML – XML-Schema Analyzer
• gestisce eventuale documento Schematron – Schematron Handler
• genera output HTML – XML2HTML
• genera output PDF – PDF&stats 
• genera output STATISTICHE stats – utilityLogStats() 
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XML-Schema Analyzer
Il  componente  XML Schema analyzer,  descritto  nella  sezione 2.3.2,  è 
stato realizzato con l'uso della libreria EMF XSD [DFME08] che consente di 
implementare,  in  modo  semplice  ed  efficace,  i  metodi  qui  elencati  e 
raggruppati in base alle funzionalità svolte:
1. metodo principale:
xmlCreate()
2. gestione risorse XSD:
xmlGetSchemaResourceSet(), xmlGetSchemaResource()
3. gestione documentation, facet e codelist:
xmlDoInfo(), xmlHandlerFacets(), xmlHandlerCodeList()
4. creazione albero dell'istanza XML:
xmlHandlerAttributeUse(), xmlHandlerElementDeclaration()
xmlHandlerTypeDefinition(), xmlHandlerCompositor(),  
xmlNormalizeRedefineNSid()
5. gestione documenti Generic Code:
xmlGetGenericCode()
Il  metodo  principale  xmlCreate()  genera  l'output  intermedio  XML 
implementando i passaggi descritti nella sezione 2.3.2 figura 23, utilizzando i 
metodi descritti nei punti successivi. Di seguito vengono presentati i passi 
principali di questo metodo:
• organizza le risorse XSD – xmlGetSchemaResourceSet()
• ottieni XSD principale – xmlGetSchemaResource() 
• analizza tutti i tipi – xmlHandlerTypeDefinition() 
• analizza tutti gli elementi – xmlHandlerElementDeclaration()
• associa i Generic Code
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In particolare nel metodo  xmlCreate()  si provvede ad associare i GC ai 
nodi dell'albero nel modo seguente:
• ottieni mappa GC – xmlGetGenericCode()
• vengono prelevati tutti i tipi che derivano “udt:CodeType”
• per ogni tipo … 
◦ prova ad associare il corrispettivo GC nel modo seguente:
➢ se è definito l'attributo “listURI” usalo per identificare il GC
➢ altrimenti prova con il nome del type (senza il suffisso Type)
◦ se il generic code è presente nella mappa GC
➢ se rientra nelle dimensioni consentite aggiungilo nello XML
➢ altrimenti inserisci solo un collegamento
I  metodi  appartenenti  al  secondo  punto  (gestione  risorse  XSD), 
utilizzando la struttura dati ResourceSet fornita dalla libreria EMF, gestiscono 
le risorse XSD in modo da semplificare la lettura e la gestione dello schema 
principale  ed  eventualmente  di  quelli  inclusi,  importati  e  ridefiniti.  In 
particolare il metodo xmlGetSchemaResource() restituisce il documento XSD 
principale.
I  metodi  appartenenti  al  terzo  punto  (gestione  documentation,  facet  e  
codelist) si occupano rispettivamente della gestione dei nodi e del testo che 
possono presentarsi all'interno del tag “xsd:annotation”, della gestione di tutte 
le  facet  escluse  le  xsd:enumeration,  ed  infine  della  gestione  dei  codelist 
espressi con la facet xsd:enumeration, tutte le volte che si presentano durante 
l'analisi del documento XSD.
Nel quarto punto  (creazione albero dell'istanza XML) sono raggruppati 
tutti i metodi utilizzati per gestire la struttura dell'albero dell'istanza XML: gli 
attributi,  gli  elementi  globali,  i  tipi  semplici  e  complessi  ed  infine  i 
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compositor.  Durante  l'analisi  dei  componenti  XML-Schema si  procede  ad 
esaminarli  per  poi  creare  i  relativi  nodi  all'interno  dell'output  intermedio 
XML. In particolar modo il metodo xmlHandlerTypeDefinition() è quello più 
complesso:  esso,  procedendo  ricorsivamente,  analizza  i  tipi  semplici  e 
complessi  e  li  documenta  in  base  ad  una  flag  denominata 
WalkDocumentation;  questa  flag  specifica  la  modalità  di  ricorsione:  se 
impostata a FALSE, nell'output XML, viene creato un nuovo nodo nel quale 
inserire  le  informazioni.  Di  seguito  vengono  presentati  i  passi  principali 
effettuati dall'algoritmo (in pseudo codice):
function typexmlHandlerTypeDefinition()  {
    if( simpleType ) {
        if( WalkDocumentation == FALSE ) {
            CreaNodo();
        }    
        ottieni_informazioni(); // final,annotation, facet, enumeration
        if( restriction @base ) {
            if( @base != builtin type )      
                xmlHandlerTypeDefinition( ); // WalkDocumentation=TRUE       
        }
    }
    else {// complexType
        if( WalkDocumentation == FALSE ) CreaNodo();
        
        ottieni_informazioni(); // mixed,block,final,abstract
        switch( type ) {
            case EMPTY:
                ottieni_informazioni(); // annotation
            case SIMPLE:
                ottieni_informazioni(); // annotation
                documenta_derivation( @base );
                typexmlHandlerTypeDefinition(); // WalkDocumentation=TRUE
            case ELEMENT_ONLY e MIXED:
                ottieni_informazioni(); // annotation
                for( particle : particles ) xmlHandlerCompositor( particle );
        }
        xmlHandlerAttributeUse(); // documenta attributi 
    }
}
Ogni tipo, elemento ed attributo, per essere catalogato, necessita di un 
identificativo: il metodo xmlNormalizeRedefineNSid() si occupa di associare 
un  id  corretto  per  i  componenti  ridefiniti  all'interno  della  direttiva 
xsd:redefine.  La  libreria  EMF  XSD  gestisce  le  direttive  “xsd:redefine” 
riportando, in duplice copia, tutti i componenti del relativo XSD: una copia 
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contenente  i  componenti  originali  così  come  sono  ed  un'altra  copia 
contenente  tutti  i  componenti  fra  i  quali  quelli  ridefiniti  al  posto  degli 
originali. Per distinguere a quale copia un componente appartiene, il metodo 
xmlNormalizeRedefineNSid()  procede  esaminando  le  referencing  directive  
ovvero  i  riferimenti  inversi  a  librerie  che  importano,  includono  o 
ridefiniscono  quella  in  esame:  il  componente  appartenente  alla  copia 
“ridefinita” avrà una sola direttiva inversa redefine.
Infine  nel  quinto  punto  vi  è  il  metodo  xmlGetGenericCode()  che 
organizza i documenti Generic Code, creando una mappa nome-valore, dove 
il nome è il campo  “gc:ShortName”  definito nel file (.gc) ed il valore è il 
pathname del file (.gc).
Schematron Handler
La  gestione  delle  Business  rules,  espresse  mediante  il  linguaggio 
Schematron,  come esposto nella  sezione 2.3.2  Componente Schematron, è 
stata implementata mediante i metodi  schematronExtractEmbeddedXSD()  e 
schematronParse(); quest'ultimo, a sua volta, si avvale del metodo ausiliario 
schematronHandlerInclude().
Il  metodo  schematronExtractEmbeddedXSD()  ha il  compito di estrarre, 
mediante  lo  stylesheet  ExtractSchFromXSD-2.xsl,  le  regole  Schematron, 
eventualmente definite all'interno dei documenti XSD, e di organizzarle in un 
file esterno da processare in un secondo momento. L'algoritmo è costituito 
dai seguenti passi:
1. crea file temporaneo nel quale inserire le regole estratte
2. setta opzioni del trasformatore XSLT 2.0
• imposta lo stylesheet 
• effettua la trasformazione
3. controlla se il file Schematron temporaneo è vuoto.
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Lo stylesheet ExtractSchFromXSD-2.xsl definisce nel file temporaneo il 
nodo radice  “sch:schema”  a  prescindere  dalla  presenza  o  meno  di  regole 
trovate all'interno del documento XSD; quindi nel punto tre si controlla il 
contenuto del file Schematron temporaneo verificando la presenza di almeno 
un tag “sch:ns” e di un nodo “sch:phase” o “sch:pattern”. 
Il  metodo  schematronParse(),  partendo  da  un  documento  Schematron 
specificato esternamente nel file di task oppure estratto dallo XSD mediante 
il  metodo schematronExtractEmbeddedXSD(),  crea  un  documento  XML 
contenente  la  versione  minimale  del  file  Schematron  d'input,  dove  per 
minimale s'intende il documento Schematron nel quale sono state gestiti, se 
presenti, le inclusioni, le fasi e i pattern astratti; tale documento Schematron 
minimale verrà utilizzato in seguito, dagli altri componenti, per documentare 
le  business  rules  all'interno  degli  output  HTML e  PDF.  L'algoritmo  è  il 
seguente:
1. crea file temporaneo per Schematron minimale
2. gestisci inclusioni “sch:include” – schematronHandlerInclude()
3. gestisci fasi “sch:phase”
4. effettua la trasformazione mediante lo stylesheet skeletron.xsl
5. controlla coerenza tra prefissi “sch:ns” e “xsd:schema/@ns” 
• eventualmente sostituisci prefissi
Il  file temporaneo Schematron minimale, creato nel primo punto, viene 
memorizzato  nella  default  temporary-file  directory in  base  al  sistema 
operativo utilizzato (ad esempio nella cartella /tmp nei sistemi GNU/Linux) 
per  essere  rimosso  all'uscita  dall'esecuzione  dell'applicativo  (proprietà 
deleteOnExit). 
Nel secondo punto si procede a gestire le direttive Schematron include 
mediante il  metodo  schematronHandlerInclude(),  il  quale ha il compito di 
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sostituire,  ricorsivamente, le  direttive  “sch:include”  con  il  contenuto  dei 
documenti indicati nell'attributo @href. Per fare ciò si eseguono i seguenti 
passi:
1. si ottengono tutte le inclusioni “sch:include”
2. per ogni inclusione presente
• si ottiene il path del documento dall'attributo “@href”
• ricorsivamente chiama il metodo schematronHandlerInclude()
• dopo aver percorso tutte le direttive, a ritroso, vengono sostituiti i 
nodi “sch:include” con il contenuto presente nei documenti
È da notare che l'algoritmo descritto non gestisce la ricorsione circolare 
poiché  la  direttiva  “sch:include”  non  genera  tale  problema  in  quanto  il 
content-model degli elementi Schematron, gestiti dall'applicativo XDG, non 
presentano la ricorsione nel loro interno.
Nel  terzo  punto  vengono  gestite  le  fasi  (sch:phase),  eventualmente 
attivate,  da  documentare  ed  in  particolare  viene  impostato  il  valore  del 
parametro phaseDirective da passare al trasformatore che, come si evince nel 
quarto punto,  esegue la trasformazione XSLT 2.0 utilizzando lo stylesheet 
skeletron.xsl, il quale si occupa in particolare della sostituzione dei parametri 
in presenza di pattern astratti.
Il quinto punto è quello più delicato in quanto si provvede ad accordare, 
qualora differenti,  i  prefissi  definiti  nel documento Schematron, all'interno 
dei tag “sch:ns”, con quelli dichiarati nel documento XSD, in base al valore 
del namespace URI. 
Questa operazione è necessaria per consentire una corretta associazione 
dei link delle business rules nei nodi dell'albero dell'istanza XML. 
Si procede in questo modo:
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1. prepara hashmap <@prefix,@uri> dei nodi “sch:ns” (hm_sch) e dei 
nodi “xsd:schema/@ns” (hm_xsd)
2. per ogni elemento dello hm_sch, controlla:
➢ se l'@uri dell'elemento corrente è presente anche nello hm_xsd ... 
▪ usando il @prefix dell'elemento corrente prova ad ottenere 
l'@uri di un elemento presente nello hm_xsd con lo stesso 
@prefix di quello corrente
➢ se i due elementi hanno stesso @prefix ma @uri diversi ...
➢ se il @prefix dell'elemento corrente non è vuoto ...
▪ ciclando nello hm_xsd trova un elemento con lo 
stesso @uri dell'elemento corrente
➢ se trovato, marca il prefisso per la sostituzione
➢ altrimenti il @prefix è vuoto, quindi non sarà possibile 
effettuare la sostituzione 
➢ altrimenti @prefix e @uri coincidono:nessuna sostituzione 
➢ altrimenti avvisa con un warning e prosegui
3. sostituisci tutti i prefissi nelle espressioni degli attributi @context e 
@test
XML2HTML
Il metodo htmlCreate()  implementa il componente xml2html, presentato 
nella  sezione  2.3.2.  Tale  metodo  esegue  una  trasformazione  XSLT  2.0 
[MK08] tramite il foglio si stile xml2html.xsl utilizzando la libreria SAXON 
ed effettua i seguenti passaggi:
1. imposta parametri di trasformazione da passare allo stylesheet
• (filename) file di configurazione HTML
• (filename) template docbook
• nome del campo da visualizzare per i generic code
• (filename) documento Schematron 
2. effettua la trasformazione
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Nel  primo  punto,  per  assicurare  un  corretto  funzionamento  anche  su 
piattaforme Windows, si è reso necessario adattare i path dei file, come ad 
esempio  quelli  dei  file  di  configurazione  html  e  il  template  docbook, 
convertendoli in URI. 
Nel secondo punto è stato usato un oggetto  streamResult come file di 
output della trasformazione in modo da supportare efficientemente eventuali 
documenti HTML di grandi dimensioni, anche dell'ordine di 20MB.
PDF&stats
Il componente PDF&stats, descritto nella sezione 2.3.2, è stato realizzato 
con l'uso della libreria iText [BL10] la quale consente, in modo semplice e 
programmatico, di creare documenti PDF anche di grandi dimensioni, senza 
richiedere un eccessivo consumo di risorse. 
Inizialmente  si  era  scelto  di  generare  l'output  PDF  utilizzando  le 
tecnologie  XSLT-FO  e  APACHE-FOP;  ma  queste,  anche  se  in  fase  di 
progettazione  si  erano  presentate  idonee,  in  fase  di  implementazione  e 
consequenziale fase di test, applicate a documenti molto grandi, si sono poi 
rivelate non adatte.
Di  seguito  vengono  presentati,  raggruppati  in  base  alle  funzionalità 
svolte, i metodi che sono stati definiti per realizzare sia l'output PDF sia gli 
output  delle  statistiche  required,  subordinated  e  all,  ponendo  l'attenzione 






pdfDocumentationInfo(), pdfCCTSInfo(), pdfFacetstInfo(),  
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pdfFacetInfo(), pdfConstraintInfo(), pdfCodelistInfo(),  
pdfDerivationInfo(), pdfAdvancedInfo(), pdfWildcardInfo(),  
pdfDoInfo()
4. gestione trim e business rules:
pdfTrim(), pdfCoconsDoc(), pdfReplacePredicate(),  












pdfGetIndexLabel(), pdfGetAppendixLabel(), pdfGetGlossyLabel(),  
pdfGetSchematronUnhandledLabel()
Il metodo principale  pdfCreate() ha il compito di generare l'output PDF 
attraverso i seguenti passi:
• crea report pdf, imposta opzioni tabella del profilo d'uso
• ottieni impostazioni di configurazione – pdfGetConf()
• crea mappa path trim
• crea mappa business rules – pdfSchematronMapContext()
• crea cover e capitoli – pdfDoCoverAndChapterDescriptionDocBook()
• popola la tabella del profilo d'uso – pdfWalk()
• crea capitolo business rules – pdfDoAdditionalConstraintDocBook()
• ottieni label regole non linkate – pdfGetSchematronUnhandledLabel()  
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• crea tabelle business rules – pdfSchematronTable()
• ottieni label appendice – pdfGetAppendixLabel()
• crea appendice/liste di codice
• ottieni label glossario – pdfGetGlossyLabel()
• crea glossario
• crea bibliografia – pdfDoBibliographyDocBook()
• ottieni label indice – pdfGetIndexLabel()
• crea indice
• genera statistiche – pdfLogStats()
Nel  metodo  pdfCreate()  vengono  specificate  due  opzioni  importanti: 
tabella in modalità parziale e ordinamento non gerarchico delle pagine.
L'esigenza  della  tabella  in  modalità  parziale  nasce  dal  fatto  che  un 
oggetto,  solo  dopo  che  sia  stato  completato,  può  essere  inserito  nel 
documento  PDF, causando un elevato consumo di  memoria.  Per  risolvere 
questo  problema  la  libreria  iText  mette  a  disposizione  l'interfaccia 
LargeElement.  Come  si  evince  dall'esempio  di  codice  sottostante,  per 
utilizzare questa modalità, sono necessari tre passaggi: dichiarare la tabella 
non  ancora  completa  (1),  aggiungere  parte  delle  tabella  incompleta  (2), 
impostare tabella completa ed aggiungerla nel documento PDF (3).
Document document = new Document(); // crea documento PDF
PdfWriter.getInstance(document, new FileOutputStream(filename)); 
document.open(); 
PdfPTable table = new PdfPTable( numColumn ); // crea tabella
table.setComplete(false); // 1) IMPOSTA TABELLA INCOMPLETA
int count = 0; 
for( PdfPCell c : cells ) { 
   // aggiungi righe alla tabella
   table.addCell( c );
   if( (count++ %10) == 0 )
      document.add( table ); // 2) RIVERSA PARTE TABELLA DALLA RAM  HDD→
} 
table.setComplete( true ); // 3) IMPOSTA TABELLA COMPLETA
// aggiungi la tabella al documento PDF
document.add( table ); 
document.close(); 
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Per  spostare  l'indice  dalla  fine  all'inizio  del  documento,  occorre 
specificare  alla  libreria  iText  di  gestire  l'elenco  delle  pagine  in  modalità 
lineare  invece  che  come  un  albero  (1),  ottenere  l'array  contenente 
l'ordinamento delle pagine (2), riposizionare le pagine (3) ed infine effettuare 
il riordino delle pagine (4). 
// 1) IMPOSTA MODALITA'  LINEARE INVECE CHE GERARCHICA
writer.setLinearPageMode();
// 2) ottieni il totale delle pagine e l'array contenente le posizioni delle pagine 
pdf.newPage(); 
int total = writer.reorderPages(null); 
int[] order = new int[total];
// 3) riposiziona le pagine del documento PDF ...
// 4) EFFETTUA IL RIORDINO DELLE PAGINE
writer.reorderPages(order); 
Tale  operazione  è  necessaria  poiché  l'indice  può  essere  generato  solo 
dopo aver scritto tutto il documento, in quanto il numero delle pagine relativo 
ai capitoli, sezioni, appendice e glossario non è noto a priori.
Ritornando  alla  lista  dei  metodi  definiti,  il  secondo  punto  (utility) 
comprende due metodi  ausiliari:  pdfGetConf()  recupera le  impostazioni  di 
configurazione del PDF e  pdfBinaryToRoman()  converte i numeri decimali 
nella numerazione in romano.
Nel terzo punto (gestione documentazione) vi sono tutti i metodi utilizzati 
per inserire le informazioni nella colonna “documentation” della tabella del 
profilo d'uso. In particolar modo il metodo pdfDoInfo() si comporta come un 
dispatcher  ovvero  provvede a  chiamare,  a  seconda  della  tipologia  di 
informazione, il corrispettivo metodo. Gli altri metodi procedono nel creare 
ed impostare un elemento  chunk,  da inserire nella tabella, nel quale porre 
l'informazione. 
Al quarto punto  (gestione trim e business rules) appartengono i metodi 
utilizzati  per documentare le business rules e per eliminare selettivamente 
rami dall'albero dell'istanza XML:
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• pdfTrim() – elimina il ramo in presenza di un match
• pdfCoconsDoc() – inserisce voce “additional constraint info” nella 
colonna “documentation”
• pdfReplacePredicate() – rimuove i predicati dall'espressione XPath
• pdfSchematronXPathSanity() – controlla se l'espressione XPath è 
nella forma semplificata supportata dall'applicativo XDG
• pdfCheckPath() – controlla se il path corrente fa match con una regola 
• pdfSchematronMapContext() – crea mappa <id rule , context rule> 
per organizzare le regole Schematron
• pdfSchematronTable() – costruisce la tabella delle regole linkate e la 
tabella delle regole non linkate
Il  metodo  pdfSchematronXPathSanity(),  per controllare se l'espressione 
XPath semplificata è supportata, utilizza la seguente espressione regolare:
! matches( ".*(\\[|\\]|\\(|\\)|\\*|::|\\.|\\.\\.|\\+|\\-|\\\\|&|\\s+|\'|\"|>|<|=|!|\\$|\\|).*" )
Qualora l'espressione XPath presenti al suo interno dei predicati, tramite 
il metodo pdfReplacePredicate(),  si provvede ad eliminarli tenendo traccia 
delle aperture e chiusure delle parentesi quadre “[“ , “]” mediante uno stack 
per gestire i casi annidati, ignorando però le parantesi situate all'interno di 
stringhe delimitate dagli apici (es. @a= '[x]' ) .
Infine il  metodo  pdfCheckPath()  effettua il  controllo per stabilire se il 
canonical  path del  nodo corrente è  individuato da una regola Schematron 
definita da un'espressione XPath semplificata. 
Prima  di  iniziare  il  controllo,  in  entrambe  le  espressioni  vengono 
effettuate le seguenti sostituzioni “/” con “\/\” e “//” con “?” per suddividere i 
location step da confrontare. Quindi il controllo procede partendo dalla destra 
dell'espressione verso sinistra, ovvero dagli elementi foglia fino alla radice e, 
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per ogni  step,  si verifica se i nodi di entrambe le espressioni individuano il 
medesimo elemento. In caso positivo è possibile associare la regola business 
rules nell'albero dell'istanza XML. 
Nel quinto punto (gestione albero) sono presenti i metodi per la gestione 
dell'albero  dell'istanza.  Il  metodo  pdfWalk()  ricorsivamente  costruisce  la 
tabella del profilo d'uso, seguendo i riferimenti dei componenti organizzati in 
librerie nell'output intermedio XML, come sarà presentato nella sezione 3.2.1 
Attraversamento dell'albero dell'istanza. Il metodo pdfDoIndent() consente di 
rappresentare  il  livello  di  annidamento  dei  nodi  inserendo,  a  partire  dal 
margine  sinistro  della  tabella,  tanti  spazi  bianchi  quanti  sono  i  livelli  di 
annidamento, intervallati da un carattere (ad esempio “.” ).  L'ultimo metodo, 
pdfTableFlush(), riversa la tabella parziale dalla RAM al disco, utilizzando la 
funzione della libreria iText  add (  report.add(table)  ):  per ottenere questo 
comportamento  è  necessario  che,  all'atto  della  creazione  della  tabella,  sia 
stata  specificata  l'opzione  table.setComplete(false)  la  quale  appunto indica 
che  la  tabella  non  è  completa  e  quindi  è  possibile  chiamare  più  volte  il 
metodo add per inserire le righe finora aggiunte. 
I metodi del sesto punto (docbook) gestiscono la parte relativa al template 
docbook. I primi tre metodi, pdfDoCoverAndChapterDescriptionDocBook(),  
pdfDoAdditionalConstraintDocBook(), pdfDoBibliographyDocBook(),  hanno 
il  compito rispettivamente di creare la  copertina e i  capitoli  descrittivi,  la 
tabella delle business rules ed infine la parte relativa alla bibliografia.  Gli 
ultimi tre metodi invece vengono usati per gestire il testo e gli elenchi puntati 
(pdfDoChapterTextDocBook) e per stabilire  la  disposizione degli  eventuali 
loghi  nella  copertina  (pdfGetNumberRow, pdfGetNumberColumn).  Per 
gestire in modo preciso e ottimale la copertina, è stata usata una tabella divisa 
in  tre  parti:  nella  prima  vengono  ridimensionati  e  disposti  i  loghi,  nella 
seconda le informazioni principali  come ad esempio il  titolo e l'acronimo, 
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nell'ultima parte le informazioni sulla guida.
I  metodi  del  settimo  punto  (creazione  statistiche) pdfLogStats()  e 
pdfPathAlternativeCheck()  servono  a  creare  gli  output  statistici  required, 
subordinated e all. 
Durante  la  costruzione  della  tabella  del  profilo  d'uso,  nel  metodo 
pdfWalk() per ogni elemento, attributo e compositor, viene stabilito in quale 
tipologia di output statistico inserire il canonical path corrente e, una volta 
scelta, viene aggiunto alla corrispettiva lista (requiredList, subordinatedList e 
allList). 
Nel caso in cui un elemento faccia parte di una choice, per evidenziare 
l'eventuale mutua esclusione con altri elementi della choice stessa, il path che 
verrà aggiunto nella lista presenterà la seguente forma: “id?canonical_path”.
Alla fine della costruzione della tabella, il metodo pdfLogStats() genera i 
file di output utilizzando le liste e, per ciascun elemento, viene analizzato il 
path tramite il  metodo  pdfPathAlternativeCheck() che restituisce TRUE se 
trova il simbolo “?” all'interno del path: in tal caso verrà creato un nodo “p” 
contenente la parte destra del path (dopo il  “?”) e l'attributo “alt” contenente 
la parte sinistra del path (prima del “?”), come spiegato nella sezione 2.3.4 
output statistiche.
Infine  i  metodi  appartenenti  all'ottavo  punto  (gestione  label) hanno  il 
compito  di  impostare  il  valore  delle  label  rispettivamente  per  l'indice, 
l'appendice, il glossario e la tabella delle regole non linkate, cercandole prima 
nel  template  docbook,  tramite  una  query  XPath,  e,  qualora  non  definite, 
utilizzando quelle di default.
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Utility






Il metodo utilityParseDocument() carica il DOM di un documento XML 
in  modo  da  essere  esaminato  e/o  modificato  successivamente  attraverso  i 
metodi della libreria Java JAXP.
Il  metodo  utilityXPathQuery()  esegue  query  XPath  2.0  mediante  la 
libreria Java SAXON, permettendo di specificare opzionalmente espressioni 
che contengono wildcard namespace (es. *:party invece in cac:party).
Il  metodo  utilityTimeFormat()  converte  il  tempo  espresso  in  ms  nel 
formato h:m:s (es: 00:03:45).
Il  metodo  utilityLogStats()  definisce  il  template  dell'output  delle 
statistiche stats; template che verrà presentato nella sezione 3.2.3.
3.1.2 Classi ausiliarie
L'applicativo XDG si avvale delle seguenti classi private ausiliarie:
• HeaderFooter – gestisce voci dell'indice e numero di pagina
• HeaderFooterTOC – gestisce il numero di pagina dell'indice
• SchemaValidator – valida documenti XML tramite file XSD
• Validator – gestisce gli errori di validazione warn, error, fatal
• RuleNumber – tiene traccia del numero di regole business rules
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3.1.3 Fogli di stile XSLT
L'applicativo  XDG  fa  uso  di  tre  fogli  di  stile  XSLT  che  sono: 
xml2html.xsl, skeletron.xsl  e ExtractSchFromXSD-2.xsl. Di seguito verranno 
esaminati i suddetti stylesheet nelle parti maggiormente significative. Per un 
maggior dettaglio è possibile consultare la relativa documentazione presente 
nel package dell'applicativo XDG, situata nella cartella “stylesheetDoc/”. 
xml2html.xsl
Il  foglio  di  stile  xml2html.xsl  è  utilizzato  dal  componente  xml2html, 
presentato nella sezione 2.3.2  xml2html,  per  generare,  a partire  dall'output 
intermedio XML, la guida nel formato HTML.
Le parti principali del foglio di stile sono due:
• struttura del treegrid
• codice javascript
La  tabella  del  profilo  d'uso,  nell'output  HTML,  è  stata  implementata 
mediante l'utilizzo del treegrid ossia una tabella nella quale, in particolare, la 
parte sinistra è indentata a seconda del livello di annidamento. La struttura di 
ogni elemento del treegrid è rappresentata nell'immagine sottostante (Fig.27).
Figura 27: Struttura del treegrid.
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La struttura dell'elemento è costituita da un “div” main esterno che, al suo 
interno,  presenta altri  due “div”,  header e  container:  il  primo contiene le 
informazioni  dell'elemento  stesso  (la  singola  riga  della  tabella  del  profilo 
d'uso), mentre il secondo è utilizzato  come contenitore nel quale inserire, a 
runtime, gli elementi annidati.
A sua volta il “div” header contiene l'elemento “table” con una sola riga 
“tr” divisa  in  due  colonne  “td”:  la  prima  contiene  il  nodo  dell'albero 
dell'istanza XML, mentre la seconda le relative informazioni.
La  proprietà  CSS  [BTIH11]  margin-left, applicata  all'elemento  “div” 
container, viene utilizzata per rappresentare il livello di annidamento.  
La struttura dati treegrid utilizza codice javascript [SP10] per i seguenti 
scopi:
• evidenziare riga della tabella
◦ spot() – evidenzia l'entry corrente.
◦ spotout() – fine evidenziamento. 
• manipolare DOM
◦ hideshow() – mostra/nasconde elementi annidati.
◦ codelist() – carica le liste di codici.
◦ showpathcall() – visualizza il canonical path.
• ridimensionare colonne della tabella
◦ startDrag() – inizio ridimensionamento della colonna.
◦ dragging() – ridimensionamento della colonna.
◦ endDrag() – fine ridimensionamento della colonna.
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Le  funzioni  spot()  e  spotout()  evidenziano  l'elemento  d'interesse 
cambiando il colore dell'elemento “tr” al passaggio del mouse.
La  funzione  hideshow()  è  la  più  importante  in  quanto  consente  di 
espandere/collassare  i  nodi  dell'albero  dell'istanza  XML,  permettendo 
un'agevole navigazione. 
Essa effettua i seguenti passi (in pseudo codice):
function hideshow()
{
      // caso (-): elementi già aggiunti
      if( stato == espanso ) 
      {
            // nascondi il div container 
            nascondi( “div container” );
            // imposta lo stato come collassato (+)
            stato = collassato; 
      }
      // caso (+): div container nascosto
      else
      {  
            // se nel div container non è ancora stato aggiunto niente
            if( empty( “div container” ) )
            {
                  // recupera gli elementi annidati tramite query XPath
     doXpathQuery();
                  // crea copia degli elementi recuperati
                  doCloneNodes(); 
                  // inserisci elementi copiati nel div container
                  insertNodes( “div_container” );
            }
      
            // mostra il div container
            mostra( “div_container” );
            // impostato lo stato come espanso (-)
            stato = espanso;          
      }
}
I punti salienti della funzione hideshow() sono la query XPath e la copia 
degli  elementi,  entrambe in modalità  cross-browser:  per  eseguire la  query 
XPath  la  funzione  hideshow()  utilizza  la  selectNodes()  o  l'evaluate() a 
seconda  del  tipo  di  supporto  al  DOM  3  XPath  fornito  dal  browser;  per 
effettuare  la  copia  degli  elementi  utilizza  la  funzione  cloneNode() nei 
browser  che  la  supportano,  mentre  per  gli  altri  si  è  reso  necessario 
implementare una funzione clone ad hoc che ricostruisca l'elemento da zero.
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La  funzione  codelist()  carica  le  liste  di  codici:  esse  sono  visualizzate 
usando gli elementi HTML “select” che mostrano liste di valori in tendine. Il 
funzionamento è lo stesso di quello visto per la funzione hideshow(), ossia il 
recupero  dei  valori  tramite  query  XPath,  la  copia  dei  valori  ed  infine 
l'inserimento nell'apposito elemento. 
La  funzione  showpathcall()  mostra,  al  passaggio  del  mouse  su  un 
elemento, un tooltip contenente il canonical path del relativo elemento. La 
stringa contenente il path viene costruita a ritroso, partendo dal nodo foglia 
per poi risalire alla radice e man mano aggiornando la stringa con il nome del 
nodo in questione, memorizzato in un attributo posto sul div main.
Le funzioni startDrag(), dragging() e endDrag() permettono di cambiare il 
valore  della  proprietà  width degli  elementi  “td”,  in  modo  da  adattare  le 
dimensioni della tabella qualora necessario. 
skeletron.xsl
Il foglio di stile skeletron.xsl viene utilizzato dal componente Schematron 
handler  in  un  passo  della  pipeline  la  quale,  partendo  da  un  documento 
Schematron  originale,  genera  un  documento  Schematron  in  una  forma 
minimale, come discusso nella sezione 2.3.2 Schematron handler.
In particolare nel suddetto foglio di stile si provvede alla sostituzione dei 
parametri,  qualora  si  trovino definiti  nei  pattern  astratti.  Tale  sostituzione 
prevede due passaggi:
• organizzazione dei parametri
• sostituzione dei parametri
L'organizzazione dei parametri  consiste nel creare un parametro XSLT 
(plist) contenente la lista dei parametri, ordinata in base alla lunghezza del 
nome del parametro in modo discendente, da passare ai template successivi.
92 3. Implementazione
La sostituzione dei parametri viene effettuata in due passi:
• costruzione della regexp
• utilizzo funzione XSLT 2.0 xsl:analyze-string
Per  prima  cosa  viene  costruita  l'espressione  regolare  a  partire  dal 
parametro  plist,  contenente  la  lista  dei  parametri  definiti  nello  instance 
pattern, nel seguente modo: “$paramName1|......|$paramNameN”. Dopo aver 
impostato l'espressione regolare, si passa all'analisi della stringa per sostituire 
i parametri, come mostrato nella figura sottostante (Fig.28).
ExtractSchFromXSD-2.xsl
Il  foglio  di  stile  ExtractSchFromXSD-2.xsl,  usato  anch'esso  dal 
componente Schematron schema, permette di estrarre le regole Schematron 
embedded da un documento XSD per organizzarle in un file separato; tale 
stylesheet,  situato nel package iso-schematron-xslt2.zip reperibile online, è 
l'unico non sviluppato in questa tesi (a differenza degli altri).
Questo foglio di stile procede nel mettere in un'unica variabile tutti gli 
schemi XSD, compresi quelli inclusi, importati e ridefiniti; di seguito genera 
il  documento  Schematron  schema  copiandovi  gli  elementi  namespace 
“sch:ns”, le fasi “sch:phase” ed infine i pattern “sch:pattern”.
Figura 28: Sostituzione parametri nello XSLT skeletron.
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3.1.4 Configurazioni di default
L'applicativo XDG è stato fornito di tre file contenenti le configurazioni 
di default  per  gli  output  html,  pdf e  per il  template docbook in modo da 
evitare che venga richiesta necessariamente la definizione di tali file da parte 
dell'utente  che  deve  generare  la  guida.  Inoltre  tali  file  di  configurazione 
consentono di  mostrare  a  primo  acchito  con  quali  caratteristiche  di  base 
vengono generate le guide.
Configurazione HTML
Tra i valori più significativi impostati nel file di configurazione HTML 
(html_configure.xml) troviamo:
• dimensione seconda colonna “documentation”: 600px        
• nodi all'interno del tag annotation appartenenti al vocabolario CCTS
• tutte le tipologie di documentazione abilitate
Configurazione PDF
Nel  file  di  configurazione  PDF  (pdf_configure.xml) sono  definiti  i 
seguenti parametri:
• flush value: 100 (scrittura su disco ogni n righe inserite nella tabella)
• dimensioni colonne della tabella: 14pt , 266pt , 265pt 
• nodi all'interno del tag annotation appartenenti al vocabolario CCTS
• tutte le tipologie di documentazione abilitate
Template docbook
Il template docbook di default (docbook_default_template.db) imposta la 
copertina  con  solamente  il  titolo  ed  il  numero  di  versione,  definisce  le 
etichette  per  l'appendice,  l'indice ed il  glossario ed infine crea il  capitolo 
profilo d'uso senza però alcun contenuto (Fig. 29).
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3.1.5 Documenti di validazione
Sono  stati  definiti  i  seguenti  documenti  XSD  sia  per  consentire 
all'applicativo XDG di validare a  runtime i file di configurazione passati in 
input  sia  per  utilizzare  l'applicativo  stesso  al  fine  di  auto-generare  la 
documentazione utile a comprendere i file di configurazione XDG.
1. task.xsd – configurazione parametri d'input.
2. trim.xsd – semplificazione su richiesta dei rami dell'albero.
3. html_configure.xsd – parametrizzazione documentazione HTML.
4. pdf_configure.xsd – parametrizzazione documentazione PDF.
Figura 29: Template docbook di default.
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3.2 Analisi output prodotti
Dopo aver esaminato l'implementazione dell'applicativo XDG in questa 
sezione verranno riportate la struttura dell'output intermedio XML, la veste 
grafica degli output HTML e PDF ed infine quella del documento stats.
3.2.1 XML
In  questa  sezione  verrà  analizzata  la  struttura  dell'output  intermedio 
XML,  ponendo  l'attenzione  in  particolare  sugli  elementi  utilizzati  per 
rappresentare i nodi dell'albero dell'istanza XML ed infine sarà proposto un 
algoritmo  d'esempio  su  come  utilizzare  l'output  intermedio  XML  per 
attraversare l'albero.
Struttura generale documento XML
Come descritto nella sezione 2.3.4  Output XML,  il documento XML si 
suddivide nelle seguenti parti raffigurate nell'immagine sottostante (Fig.30).
Figura 30: Struttura generale documento XML.
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Building block dell'albero dell'istanza XML
Per  organizzare  la  struttura  e  le  informazioni  dei  nodi  dell'albero 
dell'istanza XML sono stati definiti i seguenti componenti base:
• Componenti singoli
◦ type – identifica un tipo semplice o complesso.
◦ element – identifica un elemento.
◦ attribute – identifica un attributo.
◦ any – identifica un elemento wildcard.
• Componenti aggregati
◦ compositor – identifica i compositor: sequence, choice e all.
La struttura dei componenti singoli è divisa in due parti: containerInfo e 
containerContent. La prima, obbligatoria, è utilizzata per memorizzare tutte 
le informazioni che sono:
• documentationInfo informazioni sulle annotation
• facetsInfo informazioni sulle facets
• constraintInfo informazioni sui vincoli fixed o default
• codelistInfo informazioni sulle liste di codici
• derivationInfo informazioni di derivazione
• advancedInfo informazioni attributi block, final e abstract






La struttura dei  componenti  aggregati  è  molto semplice:  essa presenta 
esclusivamente  il  tag  “compositor”  dove  all'interno  si  possono  trovare 
element, any oppure altri compositor.
Attraversamento dell'albero dell'istanza XML
Di seguito  viene  presentato  un  algoritmo che  mostra  come percorrere 
ricorsivamente  l'albero  dell'istanza  XML,  utilizzando  l'output  intermedio 
XML e tenendo conto anche dell'eventuale possibilità di incorrere in un ciclo 
continuo in punti di loop. 
I passaggi principali sono:
• ottenere la radice dell'albero
• impostare variabile path (per controllo loop ricorsione) 
• percorrere l'albero ricorsivamente
// ottieni nodo radice
getRootNode( name , nsID )
{
    element = queryXPATH("/XDocumentationGenerator/body/libraries/library/
                              element[ @nsID = '$nsID' and @name = '$name' ]" );
    return element;
}
// ottieni il nodo containerContent del tipo
getElementTypeContent( typeName , nsID )
{
    element = queryXPATH( "/XdocumentationGenerator/body/libraries/library/
   type[ @nsID='"+nsID+"' and @name='"+typeName+"']/
   containerContent" )
    return element;
} 
// controlla eventuale punto di loop
checkRecursion( path , name )
{
    if( path.contains( name ) == FALSE ) 
    {
        return NOT_LOOPING;
    }
    else
    {
        return LOOPING;
    }
}
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walk( node ) 
{
    switch( node )
    {
        case ELEMENT: 
        {
            // aggiorna il path corrente
            path += node->name+'/';
doSomethingWithElement( node );
            // ottieni il rispettivo tipo
            follow = getElementTypeContent( node->refTypeName , node->refNsID );
            // ottieni tutti i nodi all'interno del containerContent del relativo tipo
            childList = getAllChildren( follow );
            // percorri ricorsivamente ogni nodo
            for( child : childList )
            {
   // controlla possibile punto di loop
                if( checkRecursion( path , child->name ) == NOT_LOOPING ) walk( child );  
            }
        }
        case ATTRIBUTE:
        { 
            doSomethingWithAttribute( node ); 
        }
        case WILDCARD:
        { 
            doSomethingWithWildcard( node ); 
        }
        case COMPOSITOR:
        {
            switch( node->compositorType )
            {
                case sequence: 
                { 
        doSomethingWithSequence( node ); 
    }
    case choice: 
    { 
        doSomethingWithChoice( node ); 
    }
    case all: 
    {
                     doSomethingWithAll( node ); 
    }
    
    // ricorsivamente percorri i nodi annidati
                childList = getAllChildren( node );
                for( child : childList ) walk( child );
            }
        }




    root = getRootNode( tree->rootElementName , tree->rootElementID );
    path = "/";
    walk( root );
}
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3.2.2 HTML & PDF
Di seguito saranno presentate, con l'ausilio di screenshot, le sezioni della 
guida per gli output HTML e PDF evidenziando le parti comuni e differenti. 
Copertina
La  struttura  della  copertina  per  entrambi  gli  output  HTML e  PDF  è 
organizzata, dall'alto verso il basso, in fasce (1-7) ciascuna contenente una 
tipologia di elementi (Fig.31).
1. logo – immagini dei loghi di associazioni, aziende e applicazioni.
2. titolo guida per profilo d'uso – titolo principale della guida.
3. acronimo – acronimo del progetto.
4. nome/descrizione – spiegazione dell'acronimo.
5. link – link a pagine web.
6. altro – testo libero descrittivo.
7. informazioni guida – informazioni sulla generazione della guida. 
Figura 31: Es. copertina.
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Indice
L'indice nell'output HTML è proposto con un elenco puntato contenente i 
link ai relativi capitoli e sezioni, mentre nell'output PDF l'indice è presentato 
come normalmente avviene nei libri (Fig.32).
Capitoli
La struttura dei capitoli è la stessa per entrambi gli output HTML e PDF 
(Fig.33).
Figura 32: Es. indice.
Figura 33: Es. capitolo.
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Vengono gestiti i seguenti tipi di contenuti:
1. titolo capitolo – il titolo principale del capitolo.
2. paragrafo capitolo – esempio di testo nel paragrafo del capitolo.
3. elenco puntato – esempio di elenco puntato.
4. testo grassetto – testo enfatizzato in grassetto.
5. testo corsivo – testo enfatizzato in corsivo.
6. titolo sezione – il titolo della sezione contenuta nel capitolo. 
7. paragrafo sezione – esempio di testo nel paragrafo della sezione. 
8. immagine – esempio immagine inserita.
Tabella del profilo d'uso
La parte principale della guida è rappresentata dalla tabella del profilo 
d'uso: dinamica per l'output HTML, statica per l'output PDF (Fig.34).
Figura 34: Es. tabella del profilo d'uso.
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Oltre  agli  elementi,  attributi  e  wildcard,  sono  rappresentati  in  modo 
chiaro  i  compositor  sequence,  choice  ed all,  visualizzando l'inizio/fine  e 
riportando la relativa cardinalità (Fig.35).
Per quanto riguarda i nodi situati all'interno del tag “xsd:documentation”, 
per entrambi gli output, sono riportati nella forma nome-valore.
Figura 36: Es. documentation info.
Figura 35: Es. compositor.
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Le spiegazioni dei nodi situati nelle  annotation,  impostabili nei relativi 
file di configurazione, vengono visualizzate nell'output HTML al passaggio 
del mouse sul nodo interessato, mentre nell'output PDF sono organizzate e 
consultabili nella sezione glossario (Fig.36). 
Le liste di codici (mandatory e recommended) nell'output HTML sono 
riportate nei  nodi che ne fanno uso mediante un menu a tendina,  apribile 
dinamicamente al bisogno; nell'output PDF, nei nodi vengono presentati solo 
i  nomi  identificativi  delle  liste  di  codici,  rimandando  all'appendice per 
l'elenco dei rispettivi valori (Fig.37).
Per ciascun elemento dell'albero dell'istanza vengono visualizzate,  allo 
stesso modo in entrambi gli output HTML e PDF, le tipologie d'informazione 
di seguito elencate, sotto forma di coppia  nome-valore (Fig.38):
Figura 37: Es. codelist.
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• facets info – informazioni sulle facets come pattern e lenght.
• constraint info – informazioni sui vincoli fixed o default.
• advanced info – informazioni sugli attributi block, final e abstract.
• wildcard info – informazioni sul processContents e sul namespace.
In aggiunta le derivation info, in entrambi gli output HTML e PDF, sono 
presentate  nel  seguente  modo: a  sinistra  il  nome  del  tipo  che  effettua  la 
derivazione, al centro l'etichetta extend o restrict che specifica l'operazione di 
estensione o di restrizione effettuata ed infine a destra il nome del tipo che ha 
subito la derivazione (Fig.39). 
Esclusivamente  nell'output  PDF,  i  nodi  dell'albero  dell'istanza  XML 
contengono i  link alle informazioni sulle business rules:  i  numeri presenti 
sono gli  ID identificativi delle regole documentate nella tabella che si trova 
nel capitolo business rules (Fig.40). 
Figura 38: Es. facets,constraint, advanced e wilcard info.
Figura 40: Es. additional constraint info.
Figura 39: Es. derivation info.
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Tabella business rules
Per  entrambi  gli  output  HTML  e  PDF,  la  tabella  business  rules  è 
strutturata in sezioni, contenenti le regole, delimitate in testa da righe nere la 
cui presenza varia in base a come è costituito il documento Schematron; sono 
possibili tre diversi casi: 
• regole organizzate in fasi 
• regole organizzate in fasi più regole non organizzate in fasi 
• regole non organizzate in fasi
La  tabella  nel  primo  caso  avrà  tante  righe  nere  quante  sono  le  fasi 
attivate, ognuna contenente l'ID della fase e del pattern attivato, separate da 
un trattino.
Nel secondo caso ci saranno tante righe nere quante sono le fasi attivate, 
ognuna contenente l'ID della fase e del pattern attivato ed inoltre ci sarà una 
riga nera con l'etichetta “Additional rules” contenente le regole che non sono 
state organizzate in fasi (Fig.41).
Figura 41: Tabella business rules con fasi e regole extra.
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Nel terzo caso ci sarà esclusivamente una sola riga nera con l'etichetta 
“Additional rules”.
Dopo la riga nera si può trovare almeno una riga grigia nella quale sono 
riportati  il  numero identificativo  associato  alla  regola  ed  il  nodo contesto 
della  regola  definito  nell'espressione XPath  presente  nell'attributo  context. 
Ogni riga grigia è seguita una o più volte da tre righe bianche.
Nella  prima riga,  identificata  dal  simbolo “•”,  sono presenti  l'etichetta 
ASSERT o REPORT a seconda del tipo di asserzione ed eventualmente il 
valore  della  flag warning  o  fatal.  Nella  seconda  riga  c'è  il  valore  dello 
assertion test identificato dall'espressione XPath contenuta nell'attributo test. 
Nella terza ed ultima riga si trova la descrizione verbale dello assertion test.
Infine, esclusivamente nell'output PDF, si può trovare la tabella business 
rules delle regole non linkate, ovvero quelle regole non associabili in nessun 
punto  dell'albero  dell'istanza  XML.  Tale  tabella  è  strutturata  come quella 
nella  figura  precedente  (Fig.41)  ed  è  identificata  tramite  una  label 
configurabile nel template docbook (Es. “Tabella regole non linkate”).
Bibliografia
Infine la bibliografia è presentata nel seguente modo (Fig.42):
Vengono gestiti i seguenti tipi di contenuti:
1. label – etichetta della bibliografia.
2. abbreviazione – identificativo della fonte bibliografica.
Figura 42: Es. bibliografia.
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3. gruppo autore/autori – nome e cognome di uno o più autori.
4. titolo – titolo della fonte bibliografica.
5. testo libero – testo libero per aggiungere informazioni sulla fonte.
6. link – link a pagine web riguardanti la risorsa bibliografica.
3.2.3 STATISTICHE
Le informazioni dell'output stats, presentate nella sezione 2.3.4 “Output  
statistiche”, sono visualizzate come nella figura sottostante (Fig.43).
Figura 43: Es. documento stats.
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3.3 Considerazioni finali
In  questo  capitolo  sono  stati  esaminati  solo  i  principali  dettagli 
implementativi  dell'applicativo  XDG,  mentre  per  un  maggior 
approfondimento si rimanda sia alla documentazione Javadoc disponibile nel 
package  dell'applicativo  XDG  all'interno  della  cartella  “doc/javadoc/”  sia 
direttamente al codice sorgente: questo infatti è stato commentato in modo 
chiaro  e  minuzioso  proprio  per  favorirne  la  comprensione  e/o  eventuale 
modifica. 
Durante la fase di sviluppo dell'applicativo ci si è concentrati, oltre che 
sulla  correttezza  della  documentazione  generata,  anche  sull'aspetto  delle 
performance cercando appunto di minimizzare l'uso delle risorse.
Nel prossimo capitolo,  Conclusioni, verrà valutato l'applicativo XDG in 
un contesto reale come quello dei documenti XSD appartenenti alla specifica 
UBL-2.0 ed inoltre saranno delineati i suoi possibili sviluppi futuri.
Conclusioni
Lo scopo della tesi è stato quello di fornire un valido strumento per la 
generazione  della  documentazione  relativa  a  schemi  XSD,  organizzata  in 
chiare  e  pratiche  guide  per  profili  d'uso,  in  modo  da  favorirne  la 
comprensione  e  l'utilizzo  senza  richiedere  un  background  informatico, 
sfruttando sia in maniera flessibile le annotazioni all'interno del documento 
stesso sia informazioni esterne come le business rules e le liste di codici.
Si è partiti dall'analisi dei principali applicativi disponibili appartenenti 
alla categoria XML-Schema documentation generator, individuandone sia i 
pregi che i difetti; inoltre sono state esaminate le documentazioni esistenti per 
alcuni  linguaggi  basati  sulla  specifica  Core  Components,  quali  UBL 2.0, 
MODA-ML ed eBiz-TCF (capitolo 1). 
Effettuata  questa  prima  fase  di  ricerca,  si  è  passati  alla  progettazione 
dell'applicativo, delineando, in relazione a quanto sopra esposto, i requisiti 
richiesti  e  le  funzionalità  che  esso  deve  fornire  e  motivando  le  scelte 
progettuali intraprese. Ci si è poi focalizzati sull'architettura dell'applicativo: 
partendo dalla descrizione del ciclo d'esecuzione,  sono stati  definiti  tutti  i 
componenti necessari assieme ai meccanismi di input/output (capitolo 2).
Infine  nell'ultimo  capitolo,  sono  stati  descritti  i  punti  salienti 
dell'implementazione dell'applicativo, quali i metodi della classe principale 
ed i fogli di stile XSLT; inoltre sono stati proposti alcuni esempi di output 
generati, evidenziandone le parti simili e quelle differenti.
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Dopo la fase d'implementazione, l'applicativo XDG è stato sottoposto ad 
una fase di test in modo da valutare in primo luogo la compatibilità delle 
guide generate  sui  web browser/pdf  reader  previsti  nella  sezione 2.2.8,  in 
secondo luogo la correttezza e l'effettiva usabilità delle guide relative alla 
specifica UBL-2.0 ed infine soprattutto è stato sottoposto ad una vera prova 
sul campo in un contesto reale come quello del progetto PEPPOL [PPL11].
Dalle prove effettuate risulta che la compatibilità web browser della guida 
è  stata  rispettata  completamente in tutte  le  funzionalità  principali,  quali  il 
treegrid,  i  codelist  e  il  tooltip  XPath.  Anche  per  quanto  riguarda  la 
compatibilità con i pdf reader, la guida viene visualizzata correttamente su 
tutti i programmi presi in esame; l'unica piccola anomalia è stata riscontrata 
nella visualizzazione dei link a pagine web nel programma Acrobat Reader: è 
stato comunque trovato un workaround.
Per testare la correttezza e l'usabilità delle guide generate sono stati scelti 
i documenti UBL-2.0 più significativi con diverso numero totale di elementi.
Si  è  verificata  l'effettiva  correttezza  delle  guide  sia  confrontando  le 
statistiche  sulla  composizione  dell'albero  generate  dall'applicativo  XDG 
(quale il numero degli elementi non foglia, foglia, attributi e quello totale) 
con le statistiche generate da un altro applicativo sia effettuando dei test a 
campione su varie parti nella guida. 
Per quanto riguarda l'usabilità delle guide generate dall'applicato XDG, 
come si evince dalla tabella sottostante, per documenti XSD che generano 
istanze ridotte, le guide nel formato PDF forniscono un reale supporto alla 
comprensione della struttura dei documenti ed, essendo costituite da poche 
pagine, non fanno perdere la visione d'insieme e quindi non risultano essere 
dispersive. Invece per documenti XSD che generano istanze molto estese, la 
guida nel formato PDF risulta non avere una reale praticità d'uso a causa del 
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numero elevato di pagine: in questo caso è appunto indispensabile disporre 
















AttachedDocument 00:00:04 00:00:19 9,338 1,514 6.576
Reminder 00:00:05 00:00:38 9,418 3,614 15.928
Catalogue 00:00:05 00:01:35 9,365 9,028 40.087
Waybill 00:00:05 00:18:04 9,363 105,524 468.891
DespatchAdvice 00:00:04 00:37:13 9,357 214,017 950.021
Quotation 00:00:04 00:59:14 9,371 339,437 1.505.292
Order 00:00:04 01:56:57 9,418 677,136 3.001.765
Tabella 2: Tabella test documenti XSD UBL-2.0.
Questo test ha confermato, come previsto nella fase di progettazione, che 
nel formato HTML le guide, anche per documenti XSD che possono dar vita 
ad istanze molto grandi, vengono generate in tempi (circa 4/6 secondi) e con 
dimensioni (circa 10MB) costanti rispetto a quelle nel formato PDF le quali 
invece, all'aumentare del numero totale di nodi, risultano via via sempre più 
pesanti  e generate  in  tempi molto lunghi,  come ad esempio accade per il 
documento Order.
Infine l'applicativo è stato testato in una vera prova sul campo inerente il 
progetto  europeo  PEPPOL (Pan European  Public  Procurement  On Line).‐ ‐  
Questo  ha  l’obiettivo  di  sviluppare  una  soluzione  pilota  di  eProcurement 
pubblico  transnazionale  per  definire  un  set  condiviso  di  elementi  che 
consenta ai soggetti nei diversi Paesi di interagire, nonostante le differenze 
legislative ed in particolare tecnologiche.
In appendice A è stato posto un esempio di guida, relativa al documento 
Invoice,  basato  sulla  specifica  UBL e  utilizzato  per  emettere  fatture  in 
formato elettronico. 
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Tale guida soddisfa pienamente le aspettative ed integra perfettamente le 
informazioni  di  vario  tipo,  quali  le  Business  rules,  liste  di  codici  e  testo 
aggiuntivo,  tanto  che  l'applicativo  XDG  sarà  utilizzato  per  generare  la 
documentazione che Intercent-ER (Agenzia regionale di sviluppo dei mercati  
telematici che  si  occupa  di  promuovere  e  sostenere  il  processo  di 
ottimizzazione  degli  acquisti  e  di  gestire  la  piattaforma  tecnologica 
predisposta  dalla  Regione  Emilia-Romagna)  fornirà  per  supportare 
l'implementazione delle specifiche PEPPOL.
Come esposto nel capitolo 2 sulla progettazione, si è scelto di focalizzare 
l'attenzione  sul  “motore”  dell'applicativo  XDG  invece  che  sull'interfaccia 
grafica,  cercando però allo  stesso tempo di adottare soluzioni adeguate in 
modo da favorirne un'implementazione futura.  
L'applicativo XDG può essere facilmente integrato in altre applicazioni 
desktop  oppure  in  web  application  semplicemente  istanziando  la  classe 
XDocumentationGenerator  e  chiamando  il  metodo  configurationParse(),  
passando come parametro il pathname del file di configurazione TASK.
La maggior parte degli sviluppi futuri si può incentrare sulla creazione di 
comode GUI (graphical user interface) per la creazione e per l'impostazione 
dei principali file di configurazione fin qui visti. Essendo questi documenti di 
configurazione basati sul linguaggio XML e provvisti dei rispettivi XSD, è 
possibile  costruire  interfacce  in  qualunque  linguaggio  che  consenta  la 
manipolazione, la creazione e la validazione di documenti XML: infatti tali 
interfacce, una volta ottenuti i parametri, dovranno semplicemente creare il 
relativo file XML e validarlo con il corrispettivo documento XSD. Un altro 
aspetto interessante potrebbe essere quello d'implementare tool di analisi e di 
reportistica,  basati  sui  documenti  statistici  generati  dall'applicativo:  ad 
esempio  potrebbe  essere  utile  generare  automaticamente  grafici  oppure 
verificare la composizione degli elementi dell'albero.  
Appendice A – Invoice (PEPPOL)
Di  seguito  viene  presentato  un  esempio  di  guida  per  profilo  d'uso, 
generata dall'applicativo XDG, relativa al  documento  Invoice appartenente 
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