It is well documented, and has been the topic of much research, that Computer Science courses tend to have higher than average drop out rates at third level. This is a problem that needs to be addressed with urgency but also caution. The required number of Computer Science graduates is growing every year but the number of graduates is not meeting this demand and one way that this problem can be alleviated is to encourage students at an early age towards studying Computer Science courses.
Introduction and Motivation
Computer Science is becoming much more prevalent in society today. In Ireland particularly, a high number of technology companies choose to set up due to the quality of our third-level Computer Science graduates. However, the demand for a highly educated workforce is so great, that the required number of graduates are not coming through the system to meet the demand.
According to a study undertaken by the Irish Times newspaper in 2016, "about one-third of Computer Science students across all institutes of technology are dropping out after first year in college" (Carl O'Brien (2016) ). Similarly the report discusses high drop-out rates among students progressing from first to second year in universities. It is well accepted that a high contributor to this lower progression rate is that incoming students to CS struggle to master fundamental concepts in their first programming language modules (Quille et al (2015) ).
What can we do to help solve these problems? There are two things that we believe must be considered. Firstly, we must educate students in Computer Science at an earlier age so that they have an inherent interest when it comes to choosing a college / university course. In Ireland steps have been taken at second level to address this. From the beginning of the 2017-2018 school year, Irish secondary schools will begin teaching a short course in coding and other aspects of Computer Science to "Junior Cycle" students (approximately 12-15 years of age). In 2018, a full Computer Science option to all "Senior Cycle" students (approximately 16-18 years of age) will be offered (Donnelly (2016) ). Teaching programming at an earlier age is becoming prevalent in many other countries too as the importance of CS becomes more evident. The second thing we need to ensure is that we are teaching students correctly. This means, using the correct methodologies, using the right programming language and starting with the correct basis. All of these are challenges we aim to address in this paper, with a particular focus on language choice. This paper contains the findings of a systematic literature review that was performed between October 2016 and March 2017. In it, two research questions were asked relating to Computer Science retention and what languages/tools we should be using to get the best performance/interest out of students of various ages. These questions will help to educate us to whether visual or textual languages or a hybrid of both are the best choice as a teaching language. It will also determine whether this choice has any bearing on future decisions about (and ability with) programming.
Research Questions
This study is focused on the relationship between language choice and learning to program. In particular, we want to discover what effects visual programming languages have on the learning process as well as how they compared to the performance of students using traditional text-based languages. To that end, the following research questions were defined: 1. Are there any benefits of learning a visual programming language over a traditional textbased language? 2. Does the choice of First Programming Language make a difference? What languages are the best ones to teach?
3 Method
Introduction
The methodology used to perform this literature review is based on Barbara Kitchenham's approach, as modified by Keele (2007) . This procedure was chosen due to it's high focus on removing human bias from the search process. This ensures, to the highest possible level of certainty, that no false positive answers to the research questions will be found. The method involves performing the following thorough steps, which are followed throughout this paper: 
Resources Searched
Between October 2016 and November 2016, searches were performed on numerous publication databases, namely, the ACM Digital Library, IEEE Xplore, the Education Resources Information Centre (ERIC) and Google Scholar. These particular databases were chosen due to the high level of regard achieved in their respective industries. ACM and IEEE both contain a very wide range of Computer Science Papers. ERIC is primarily an Educational database, which is also important for this study. Google Scholar was used as a backup database to ensure that all important papers were found.
Search Terms
The methodology used to perform these searches involved taking each primary term and searching for it in each database. If the primary search term alone yielded less than 400 results, all of those paper's were extracted for later filtering. If the search was too broad, it was combined with each respective secondary search term and those results were then chosen for filtering.
Due to the broad nature of this study, an extensive list of search terms was used. This list included 10 primary search terms and 16 secondary search terms. The terms used were:
Primary: "Visual Programming", "Iconic Programming", "Visual Versus Textual", "Visual vs. Textual", "Graphical Programming", "Textual Programming", "First Programming Language", "Introductory Programming", "Novice Programmers" and "Programming Education" Secondary: "Scratch", "Alice", "Primary Education", "National School", "Elementary School", "First Level", "Secondary Education", "High School", "Second Level", "Third Level", "College", "University", "CS1", "Kids", "Children", "Education" and "Teaching"
Document Selection
The initial searches on each database produced a very large number of results. In total (combining the amount of responses for each pair of search terms) ACM returned 2,252 papers, IEEE returned 1,713 papers, ERIC returned 486 papers and Google Scholar returned 655 papers. The first step to minimise these numbers was to perform a "Title Filtering" on the related papers. This removed any titles where it was immediately obvious they would have nothing to do with the research questions posed. This process cut the number of possible papers down to 661 (all sources merged).
After obtaining full copies of the filtered papers, the next stage involved an "Abstract Filtering". This was performed in much the same way but the full abstract of each paper was read. If the content of a paper's abstract did not relate to either of the research questions, it was excluded. This process was undertaken in December 2016. After it's completion, 124 possible papers remained.
At this stage, each paper needed to be read in full. Inclusion and Exclusion Criteria were defined as well as a quality assessment (See Section 3.5) undertaken at the same time during this phase.
The requirements for a paper to be included were that the paper:
-Focused on the topic of at least one research question.
-Focused on specific programming languages, either visual, textual, or a combination of both.
Specifically, a study / verification needed to be undertaken with students. -Detailed the learning of a First Programming Language.
-Was NOT grey literature / blog / a PhD thesis.
-Did NOT examine students under the age of 10.
Each paper had to meet all applicable of the above requirements; papers that were borderline came down to author discretion based on their content. For example, some papers were kept that described the development of certain Visual Programming Language tools despite not detailing any studies.
Quality Assessment
After reading each paper in full, a final decision was made as to whether it would be included in the results section of this study. For each paper, a rigorous quality assessment protocol was applied. This process was undertaken manually during the reading phase.
Kitchenham (via Keele (2007) ) lists 18 possible quality assessment questions in her guidelines. For this study, a small subset of four questions were chosen. These were:
1. How credible are the findings? 2. If credible, are they important? 3. Is the scope of the study sufficiently wide? (modified) 4. How well can the route to any conclusions be seen?
For each of these questions and each paper, a score was applied. A score of 1 was given if the paper completely satisfied the question (Y). A score of 0.5 was given if the paper partially satisfied the question (P). A score of 0 was given if the paper failed to satisfy the question (N). Upon first full read through of a paper, these questions were answered. This information was all double checked and adjusted where necessary before making the final decision on the included papers.
For a paper to be included, it must achieve a score of at least three (out of four). Between this Quality Assessment (QA) assessment and the inclusion criteria, a final list of 53 papers were selected for inclusion. The full list of papers as well as details of their QA scores are presented in Fig 1. 
Data Extraction and Synthesis
Throughout the process, all important information was extracted and stored in a number of Microsoft Excel documents. For each search in the initial stages of the study (before coming to the final 53 titles), each individual database search was stored in its own Excel sheet. After title filtering each document a master list of titles that passed was created. This document was the primary one used from then on. During the abstract processing stage, papers were highlighted in green if they were to be read in full, highlighted in yellow if they needed further examination and highlighted in red if they were deemed unrelated to the study.
At this point, the 124 abstract filtered papers were split into a new page on the excel document. Here, the full title, source, publication location, which research question the paper covered and any additional notes were stored. A similar highlighting system was used on this page as well when papers were deemed to have failed the quality assessment checks or when they did not cover any research questions.
As well as the use of Microsoft Excel, Mendeley reference manager (Mendeley (2017) ) was used to store every full paper and summaries from the reading of that paper. This tool was chosen as it allowed one to keep track of which papers had been read, and to "favourite" those ones that passed the quality assessment. A folder structure was used to separate each set of papers into their initial sources (ACM, IEEE, ERIC, Scholar). Mendeley also makes it very easy 
Background

Types of Studies
The vast majority of the included studies involve quantitative experiments involving the results following the teaching of some form of curriculum using a given language. Some authors also used a mixed model approach for data collection (feedback surveys/questionnaires as well as tangible results). Some of the accepted papers were borderline in their Quality Assessment scoring but were still accepted due to the fact that the original developers wrote it, despite not containing any study.
Timeline of chosen publications
Programming, and in particular programming languages, are a very volatile thing. What may be relevant today might not have been even ten years ago. As such, it was decided to set a hard time-line for acceptable papers. Any paper that passed all other checks and was written any time after 2002 was kept for analysis. This gave a 15 year range for acceptance. This time-line provides a high chance for papers to still be relevant without too many irrelevant studies being kept.
The profile of when the accepted papers were published is shown in Fig 2. A large number of these are from within the last decade. Additionally, 33% are since 2014. This tends to suggest that our 15 year range is a valid range based on our research questions. The largest quantity of accepted papers came from the ACM database. Fig. 3 shows the breakdown of which database the 54 accepted papers were found. For comparison, during the reading stage (before the final filtering), 73 papers were retrieved from ACM, 36 from IEEE, seven from ERIC and eight from Google Scholar. All accepted papers were disseminated via a conference or a journal. In this section, analysis of the 53 approved papers will be performed. Twenty-nine papers inform the first research question, with 24 informing the second. It is important to note that the level of contribution that some papers will have will be greater than that of others. Some papers that were included may have only raised one strong point, but if it was a point worth making, it was included.
5.1
Research Question 1: Are there any benefits of learning a visual programming language over a traditional text-based language?
Before this question is addressed, it is important to first define what is meant by the term "Visual Programming Language" (VPL). A VPL is any programming language where users are able to manipulate the underlying code in some graphical fashion rather than the traditional text-based approach. Some examples of widely used VPL's today include Scratch (Maloney et al (2010) ) and Alice (Cooper (2010) ). Before discussing these, let's look at a more traditional approach.
Flowchart Approach
A more traditional approach to visual languages came in the form of using flowcharts. Most "modern" languages don't use this methodology, but for completeness, results from the search that covered this style of design are included here. Greyling et al (2006) discuss the concept of the B# language that they developed. B# uses an iconic flowchart approach to give students two options in developing their code, via drag-and-drop of code pieces, or by the traditional textual approach. As a user is building a flowchart, code is generated in parallel in C++, Pascal or Java. Flow chart icons are connected by lines, making the ordering and structure of the program obvious. While this methodology worked well in the early stages of a CS1 course, the authors note that "unfortunately initial evaluation sessions showed that many students did not succeed in developing adequate coding skills while working with B#". Another example of a flowchart based VPL is RAPTOR (Carlisle et al (2005) ). RAPTOR's goal is to improve problem solving skills while reducing the emphasis on syntax. It uses a similar approach to B#, except without a textual counterpart. Different elements are built up via drag-and-drop, ensuring that program structure is correct. From a study of 959 test subjects, the authors found that students prefer to express their algorithms visually, with 95% choosing to use a flowchart on the final exam over a textual language. This lends credence to the concept of a VPL, allowing more advanced tools to be built.
Scratch
Scratch was developed by the Lifelong Kindergarten Group at the MIT Lab. Scratch's primary goal is to give young people an accessible way to introduce themselves to programming. It uses a "drag-and-drop" approach, where users drag "blocks" from a predefined list of commands into a script area. These blocks essentially fit together and make syntax errors impossible. This reduces the mental load of the student and allows them to focus on concepts rather than becoming bogged down with the technicalities of the language.
There have been many studies performed to verify the efficacy of Scratch as a teaching tool for young audiences. Tangney et al (2010) used Scratch in a project-based after-school workshop for 15-16 year old students. Their goal was to see if they could engage students at an early stage and put them on a path to CS courses. They had 39 students with high maths performance attend the workshops, and the results were favourable. The majority of participants enjoyed the content of the workshop, and the authors noted that "participants left with a favourable and more realistic impression of both CS courses and the CS profession". Lewis (2010) performed a brief comparison study of Scratch and Logo. This comparison focused on programming concepts. Lewis noted that "the Scratch environment provided a relative improvement in learning outcomes for students learning the construct of conditionals."
Meerbaum-Salant et al (2011) point out however, that bad habits can still happen even in a VPL. They discuss how, if these are not caught, they could actually affect performance in later textual language courses. We as teachers still need to portray good methodologies for students to demonstrate success.
These papers cover just a small sample of the work that has been done verifying the usefulness of Scratch, and it is well established in its field. Perhaps the clearest indicator of Scratch's success is the sheer number of projects that are connected on their website with 20,695,116 total projects shared when checked in March 2017 (at the MIT Media Lab (2017)).
Alice
Alice, while working in a very similar manner to Scratch has somewhat different targets. The developers (Cooper (2010) ) aim was to provide students with a "serious pre-CS1 programming experience". Alice allows users to build up a functional animated world using drag-and-drop code blocks. It contains a "Virtual World Editor", which allows users to lay out a set of objects in 3D space. All the underlying code is still dealt with in a drag-and-drop manner after this initial visual setup. Cooper has noted that, "opposed to algorithm animation, program visualization systems allow the student to create their own animations". One of Alice's biggest differences from Scratch is that it supports the Object Oriented approach to programming, although in a limited fashion.
Among the studies that investigate Alice as a VPL is the study performed by Parker (2011). This study involved a week long workshop with 15 high school students, with a goal of encouraging them towards a degree in Computer Science. The participants did connect with the course, with many stating they enjoyed the video game development aspect and their enthusiasm was encouraging. Larger studies include that of Sykes (2007) which focused on the Objects First approach that Alice allows. A CS1 course based on Alice was directly compared to two iterations of a CS1 course based on C. The author accepts that it is harder to perform computations with Alice, and that the lack of visible syntax could be an issue in later courses, but at the same time, it is noted that Alice makes it very easy to understand the fundamentals, which is exactly what one would want from a CS1 language. The Alice students outperformed the control groups significantly in the exams. Johnsgard and McDonald (2008) present another success story using Alice. They were experiencing low grades in their C++ based CS1 course. They implemented a CS0 using Alice. The average grade in the following year of C++ rose from 46.4% to 70.3%, a statistically significant increase. Student's also expressed their enjoyment of the Alice course. Anniroot and de Villiers (2012) found that Alice helped their students better their problem solving abilities and gave them a stronger understanding of programming concepts. They found that "quantitative analysis of the closed-ended questions, 81% of experimental learners were found to agree that the visual effects in Alice provide meaningful contexts for understanding classes, objects, methods, and events". Of course, not everyone can have a positive experience. Garlick and Cankaya (2010) felt that while Alice was a nice tool, students didn't necessarily focus on programming concepts enough and were more just enjoying building a world. The alternative they offered was a "pseudo code" CS0. In other words, a course that focused purely on algorithmic design with no programming language used at all. The participants in the course had similar results in Alice and pseudo code assignments, with a worse result on the Alice exam, and the Alice group declared less confidence as well via collected survey responses. Given the large number of positive feelings towards Alice in multiple studies (a small sample of which are discussed here), Alice's failings in this course could possibly be attributed to poor teaching techniques or the fact that pseudo code might not be comparable to a full language (i.e. programming is more complex).
After school Clubs
After school clubs, such as CoderDojo, often teach Scratch or a similar VPL as one of their modules. The authors have had the pleasure to watch some students progress from a local CoderDojo to the CS1 course on offer at their university. These students often have a strong advantage and perform very highly at college level.
In 2014, Smith et al (2014) analysed the effect of 1000 Code Club locations in UK schools. They chose to primarily teach Scratch due to its "known ease of use by primary school children".
Step by step instructions were given at first, but as the children progressed, they were expected to create their own scripts and make their own choices. Surveys were collected at the end of the year, with some positive results. The children had demonstrated a good knowledge of some programming concepts. Smith analysed 22 final projects at random and discovered that "(some) children coped remarkably easily with difficult programming concepts". To push this idea further, Seals et al (2008) had eight to nine year old's working on assignments in Alice that were of an equivalent difficulty level to that which 18-19 year old college students would undertake. This is quite remarkable. Something must be helping these young people understand things so clearly.
Blocks
The most prevalent thing noticeable in the analysis of both Alice and Scratch is that the blockbased approach to teaching seems to resonate strongly with younger cohorts. This may not be a surprise due to the fact that a large number of people are believed to be visual learners, and young students generally have more creative minds to boot. What else is it that makes this blocks approach so strong?
Sandoval-Reyes et al (2011) asked themselves the same question. They performed an analysis of three major block programming environments: Scratch, Alice and App Inventor, while also looking at Greenfoot. They put forward the idea that this kind of environment provides such strong pedagogy due to "connecting users with their interests", direct mapping of ideas to instructions on screen and the hiding of unnecessary complexities from the novice user. The blocks approach can work in all kinds of environments, as demonstrated by Catroid (Slany (2012) ). Catroid allows users to develop programs directly on their phone, they can even develop controllers for other devices such as the Lego Mindstorms NXT robot. For many young people, this is a really exciting prospect. Price and Barnes (2015) undertook an interesting study that "seeks to isolate the effect of a block interface on the experience of novices". Half of a group of middle school students were assigned to a "block" group, while the other half were assigned to a "text" group. During a half-day session, the students were given programming exercises to do in their respective environments. At the end of the session, data via surveys and logged interactions with the tools were analysed. The block group performed better than the text group, and they also had a slightly higher self-efficacy at the end of the session as well. This provides strong data pointing to blocks having some positive effect on the performance of students.
Transition from Visual to Textual
A number of researchers tend to agree that, while Visual Programming is a very strong concept for introductory courses, it has a tendency to fall short when the time comes to deal with complex topics. Some researchers agree that VPL's are more of a "gateway" to learning textual languages. Dorling and White (2015) , for example, examined a scenario in which graphical languages were taught "in conjunction with, not in place of, text-based programming languages". This study involved beginning a 10 week curriculum using Scratch and algorithmic concepts, and working towards introducing Python. By showing students Python code side-by-side with Scratch code, their understanding of the textual language was made much stronger. It was noted that "this transition process has been a factor in an increased uptake of Computer Science". Giordano and Maiorana (2014) looked at a similar approach that involved using multiple languages in the same course. This study was done with a group of 28 10 th grade students in Italy between the ages of 14 and 16. The course was taught over 28 weeks. The early stages used Scratch and similar tools. According to the authors, "This is done in order to relieve students from the burden of learning all the syntax-related details and instead to let them focus on the concepts and problem solving skills." In later weeks, the C language was introduced to give students a proper experience with a textual language. The results were positive across the course. In particular, when the C language section began, students made less errors than would normally be expected upon first exposure. This shows that using the VPL first has allowed students to familiarise themselves with the concept of programming. Weintrop and Wilensky (2015) asked "To Block or not to Block". They wanted to determine if high school students found the blocks approach easier than the textual approach and why. To examine this, they taught a course using five weeks of Snap! and five weeks of Java. 58% of students found Snap! easier to use. Some participants reported (via a survey) that the blocks approach was easier to read and the shapes were also determined to be helpful. There are also some drawbacks, for example, blocks languages are less powerful. At some point, you will hit a barrier you can't pass with the tools you have. The author suggests an interesting point: "Why not add a similar browsability to introductory text-based environments?". Multiple authors have examined this concept in detail, we will call this type of language a "Hybrid Language".
Hybrid Languages
These languages involve either an interface that shows both visual and textual elements at the same time, or the merging of a textual language into a blocks style interface. Weintrop (2015) describes this idea in detail. A pilot study involving the use of blocks-based, text-based and hybrid programming environments was performed in order to compare the effects of all three. The analysis (while ongoing) showed promise for the concept of hybrid languages. There are certainly benefits to both visual and textual approaches, hence why combining them might have the best possible effect on young learners.
The earliest found study on the concept of hybrid languages was undertaken by Cilliers et al (2005) . The authors wanted to examine what effect the integration of an iconic notation into a textual development environment would have. They recognised that "visual programming notations offer benefits over textual programming notations" while also recognising that VPL's were not a standalone solution. In order to verify their thoughts, they implemented a course that compared a control group using exclusively PASCAL as their language of choice to a study group using B# as their language of choice (first mentioned in Section 5.1.1). B# was designed with the intention of only being valid for the initial stages of CS1, after which the students would progress to a purely textual approach (once they became familiar with the concepts). Participants using B# performed statistically significantly better upon final assessment, particularly amongst students deemed to be high risk. In other words, it helped those who would have struggled quite a lot with the traditional approach, without having a negative effect on those who didn't necessarily need the extra help. Koitz and Slany (2014) also asked a similar question when comparing Scratch and "Pocket Code". Pocket Code is a mobile development environment that uses a mix of textual programming and Scratch elements. After performing four tasks using both languages (17 participants), the results showed that pocket code's hybrid approach was more beneficial than the purely visual approach of Scratch.
In recent years, there has been a large amount of research into hybrid languages that use existing textual languages merged with a block style model. In 2011, Federici (2011) combined the C programming language into a Scratch-like blocks system. This was made possible by a Scratch mod known as BYOB. This tool allows for the creation of custom blocks and functions within the Scratch environment. The author implemented blocks such as printf, scanf, integers etc. The goal of this research was to "lower the student effort required in advancing from introductory tools, such as Scratch, to regular programming languages, such as C". The tool they designed was named blockC. Kyfonidis et al (2015) developed a very similar implementation called Block-C. The authors wanted a visual methodology without skewing away from teaching a "general purpose programming language". This was tested with a two hour tutorial and 32 first year university students. The Block-C group performed much stronger than a textual C group.
This concept expands past just the C language of course, with tools existing to allow blocks to be modified for any language. Matsuzawa et al (2015) provide an example of a Java based blocks language. With their study, the tool allowed for direct translation between blocks and text-based Java. The author posited that students should begin with this blocks approach, and gradually move towards a fully textual environment. Those who continued to use Blocks for the entirety of the study turned out to be the weaker students, showing that the visual approach might have a threshold. Finally, Robinson (2016) looked at a tool called "Patch" which combined Scratch with elements of Python. Again, the goal was to minimise the gap between visual and textual languages in young learners. No verification was done on this particular tool, but it follows much the same patterns as the other tools discussed.
Academic Benefit
Based on all of the discussed approaches to visual programming, can we see any academic benefit to teaching such a language? It is well established that younger students can take a tool like Scratch and really thrive using it, but what about second level students? Cheung et al (2009) believes that there are key age groups for each type of language to be most successful. High school students respond better to textual programming, students younger than 14 find VPL's the most beneficial and those from around 15-17 would most benefit from a hybrid environment. They ran summer workshops that back up this fact on hybrid languages. Andujar et al (2013) also wanted to see if their was any benefit of teaching high school students visual programming. They came to a similar conclusion as Cheung et al (2009) , in that teaching Alice to them did not provide any significant benefit over other languages. However, Alice did increase the retention rate of students. This could come down to the enjoyment of using a VPL, and this effect could hold true for all courses using VPL's.
Conclusion
From the literature, it is clear that Visual Programming Languages present many benefits over traditional text based programming languages. As presented in Section 5.1.8, all types of language have their benefits. For the purpose of this research question, we can certainly conclude that teaching a Visual Programming Language or hybrid programming language to the right age group can have a very positive effect on their interest and retention in Computer Science. This might have a positive effect on the retention rates in college level courses.
Research Question 2: Does the choice of First Programming Language make a difference? What languages are the best ones to teach?
In this section, we will examine whether or not the choice of First Programming Language (FPL) has a significant effect on outcome in an introductory programming course. Specific languages will be examined, and conclusions will be drawn.
A "Good" First Programming Language
The first question that must be asked is, what constitutes a good FPL? Gupta (2004) examined this question in detail and believes that the choice of FPL is a big decision, one that will have a "profound impact" on future learning. He concluded that the "ideal" language will depend on the age of the target audience among other things. He posits that it is important to "focus on problem based learning, allowing students to focus on techniques rather than on the language syntax itself". Some of the important elements of a FPL that he discusses are:
-The language should have a clear and intuitive syntax.
-The language should cover all common syntactic and semantic constructs.
-The language should be consistent in it's handling of things like errors and provide meaningful error messages. -The language shouldn't have excess brevity (functional languages) or excess verbosity (Java boilerplate). -The language should be customisable and allow for changing needs over time. Ateeq et al (2014) examined this research question specifically in the context of C++ or Python. They agree with many of Gupta's definitions of important features in a FPL, particularly regarding notational overhead, verbosity, target audience and use of simple syntax. They found that Python met many of these requirements (which will be discussed in more detail in Section 5.2.4). To test this, a study was run with CS1 students comparing their thoughts of both languages (via surveys). In most regards, Python was held in a higher regard which further proves that the checklist above is an important factor. Mannila and de Raadt (2006) also examined objectively what languages might be the best to use as a FPL. A list of 17 criterion was developed by educational language writers. Eleven well known languages were examined against these criterion. Those that came out on top were Python (meeting 15 of 17 criterion), Eiffel (15) and Java (14).
Ranade (2016) furthers these ideas by talking about his college's use of a C++ language that has been graphically augmented with a logo turtle style view. He believes that the focus of a FPL course should be taken away from syntax / semantics and directed towards the more fun aspects of computing as well as algorithmic thinking. One key example from their work was the use of this tool to demonstrate how recursion works using a visual tree that keeps splitting its branches in two as the structure grows deeper. This was drawn in real time. The author believes the visual nature of this allows for easier comprehension of complex concepts.
Difficulties with CS1
The attrition rates in CS1 courses are often quite high; there must be some attributing factors to this. Lahtinen et al (2005) used a survey to help discover what some of the key difficulties students experienced were. This survey was distributed to 559 students and 34 teachers from a group of multinational universities and colleges. Most were students of C++, but some had used others as well. Most of the key results agree with the ideas of a good FPL in Section 5.2.1. Recursion, pointers, abstract types and error handling were determined to be the hardest concepts. Getting familiar with structures, syntax, algorithm design and how to divide into functions / classes are the elements that need to be done to be successful. In general however, "the teaching language did not seem to affect the learning situations". also analysed Java and Python programs with the intent of determining the difficulties the writers experienced. Sixty programs written by 16-19 year old novices were used. Common errors that were found involved poor error checking, bad use of variable types in Java and mismatching brackets in Java. The authors also agreed that Python had the potential to be a strong CS1 as it had less errors than the verbose Java code.
Luxton-Reilly (2016) on the other hand posits that learning to program is actually an easy endeavour, and that we, as educators, expect too much from students in a CS1 module. Could we in fact be scaring people away from CS by overestimating how much can be learned in a short period? He raises the point that "There is nothing intrinsic to the subject that makes it difficult to learn, but rather our subjective assessment of how much a student "should" be able to achieve by the end of the course that determines the difficulty". This is something to keep in mind as we discuss FPL's next.
The commonly chosen languages
Davies et al (2011) conducted a survey of 371 institutions in the US in 2011. This will give a reasonable snapshot of FPL choice in general in this region. They broke the survey down into CS0, CS1 and CS2. The most commonly used CS0 language was Alice, followed by Python and Java. For CS1, the primary focus for this paper, Java was the most used with 48.2% of institutions adopting it, 28.8% offered C++ and 12.9% offering Python. Alice only maintained 4.3% usage as a CS1 language. For CS2, the usage of Java strengthened further to 55.8%, with C++ also increasing to 36.1%. All other languages of note fell to usage rates of below 4%. This tells us that advanced topics are much better suited to object oriented environments. In the following sections, the efficacy of a subset of these languages will be discussed in detail.
Textual FPL's
By far, the most commonly found language in the literature was Python. This may come down to the fact that Python is reasonably new when compared to C++ and Java. These languages have already cemented themselves in the pedagogy of CS1. Python still needs to convince educators of its efficacy, however it could be a strong choice for a FPL. Grandell et al (2006) discuss their attempts at a Python based FPL course with high school students. They recognised that Python met a lot of the requirements that make it "easy" to learn. They implemented a curriculum and tested it on 42 boys. 85% of students passed the course, with an average grade of 77.1%. This was compared to a similar High School course in Java they previously taught, with the Python average being much higher. Survey results showed that students strongly agreed that Python was easy to learn. Nikula et al (2007) also considered Python to be an easy language to learn. They tested this at three institutions that previously used different languages (C, Java, Delphi). In all cases, Python was found to be a better choice. This was determined by a higher average grade on a course of comparable difficulty. Leping et al (2009) used Python as their FPL with a subset of their class in 2008. The rest of the class was still taught using Java. They felt that Python was "elegant, simple and practical" with clean and easy to read syntax. The results showed similar outcomes for both Java and Python students. One interesting outcome however was that a lower percentage of people outright failed the course in Python, but more students were perhaps scraping by.
Hunt (2015) disagrees with Grandell et al, Nikula et al and Leping et al. In 2014, his department switched from teaching Java to Python. In 2015, they decided to switch back due to problems they experienced that hadn't been noted in literature studied. In particular, the lack of arrays, the difficulty of transitioning to Java in CS2, and the inability to focus on an "objects first" approach were cited as the reasons for this.
According to the TIOBE index (Software (2017) ), Java is the most commonly used programming language in the world, so it makes sense that it is a frequently used FPL also. Ivanović et al (2015) took up teaching of Java after a number of years of using Modula-2. They decided to do a comparison study. While they liked Java as a language, there were no statistically significant differences in grades. The author posits "this result suggests that the choice of the introductory programming language does not matter if we use students' performance as the criterion of suitability". Again, it is worth noting that many other papers in the literature mentioned Java as their FPL without discussing why. This could be complacency due to it being such a widely used language that not many researchers are discussing its efficacy.
Not much information was found relating to C++ as a FPL. This is likely due to the rise in Java in the last two decades. One paper that discusses C++ was Bergin et al (2003) which covers some of the issues related to C++ in CS1. It's noted that C++ contains many verbose and overcomplicated elements such as include statements, unnecessary typecasting and string comparison. A lot of these issues are also present in other common FPL's. The author is not trying to discourage the use of C++, but merely pointing out some likely pitfalls that could be experienced.
Visual FPL's
Scratch is commonly used to teach young programming to children, but is it effective? Aivaloglou and Hermans (2016) performed an analysis on a database of 250,166 scraped Scratch projects to see how children make use of the tool. While most projects were small, conditionals and variables were frequently applied. There were also some example of large projects using multiple sprites and many blocks of code. This shows that Scratch has the potential to be used as a FPL, or in general as a first-exposure programming environment. They also found a high count of clone's within the data, suggesting that it already is being highly used for teaching purposes. Armoni et al (2015) noted that learning Scratch at an early age did affect retention. These students chose to continue on to a Java / C# course later into their school lives. They also appeared to pick up information faster and grasp the tougher concepts before their peers.
As presented in Section 5.2.3, Alice is the most frequently used language in college level CS0 courses. Mullins et al (2009) discussed one such course. The authors see the importance of students being able to see and manipulate objects directly in the editor, a benefit they would not experience in a textual language. Upon examining collected data from the course, it was noted that results varied, but for the most part using Alice increased pass rates, sometimes with a lower average grade however. In general, Alice proved most helpful for those students who would traditionally struggle with the material, without having a negative effect on other students who don't need the extra help. Retention and interest also increased with those who undertook this course.
Comparison of Textual and Visual FPL's
A multitude of studies have been performed that compare the usage of VPL's and textual languages as FPL's. da Silva Ribeiro et al (2014) wanted to determine if, and how, VPL's can help learners understand and transition to a textual language. This was tested with the help of a pair of Moodle based web courses. The visual course was taught using Visual iVProg and the textual course used C. The Moodle "Virtual Programming Lab" environment allowed for automatic evaluation of student submissions. These courses were voluntary (open to the public), and only lasted four weeks. There was a total of 144 participants, split between both teaching styles. The content in both courses was essentially the same. From an analysis of workload, the authors conclude that "visual programming seems to be a nice option to introduce programming concepts".
Cliburn (2008) discusses a CS1 course that taught Alice and Java together in the same term. A total of 84 participants took this course, of which 59.5% found Alice helped them in their understanding of Java. Despite this, the author argues that this outcome was not good enough. If Alice truly made a lasting difference, apart from just the effect of knowing elements of a programming language before beginning Java, then the figure should be much higher. One interesting response from a provided survey was "the programming concepts it (Alice) taught were mostly so simplistic that it really would have been better to spend only a little time on them and the more complex concepts did not make sense until I learned them in Java". It was due to responses like this that the author decided to revert to a full Java course. He still believes that Alice can be useful, but perhaps not in a two language, one semester style course.
Daly (2011) also compared the effects of teaching Alice side-by-side with Java. The focus was on confidence levels and if they have an effect. There were a total of 29 participants who took part in this online study. Eighteen took the pure Java course, with 11 taking a course that entailed six weeks of Alice followed by six weeks of Java. The author found that "the students in the Alice/Java course had a higher level of confidence overall when compared to the pure Java course". More importantly, confidence did seem to imply success in the course and also led to higher retention and enjoyment. Eid and Millham (2012) wanted to investigate if learning introductory concepts in a textual language was better than doing so in a VPL. Two groups of students were examined. One group started with a textual language and proceeded to a high level visual programming course. The other group started with a low level visual programming course and proceeded to the high level one. This allows for the focus on concepts first and lets students understand what's happening at the basest level. The authors found that there was statistically significantly better test results for those whose FPL was text-based.
Textual Augmentation
A number of authors also looked at the concept of textual augmentation, which is akin to the hybrid languages discussed earlier. Laakso et al (2008) wanted to look at the concept of an executable pseudo language. The authors believe that this allows you to take the focus away from verbose syntax while still allowing the runtime nature of programming to shine through. Their solution involved a tool called ViLLE, which runs on a subset of Python, and allows for visualisation. The authors tested this tool on a class of 72, with 32 students using ViLLE. The results showed enhanced learning in those who used ViLLE. Montero et al (2010) looked at Greenfoot which allows for visualisation of object oriented Java concepts using animation. They chose Greenfoot as it allowed for both visual and textual editing of the program. In their study, 15 students used the Greenfoot environment while 18 used only textual materials. There was a statistically significant difference at the end of the course in the knowledge of Greenfoot students versus the knowledge of the control group about Object Oriented principles. Greenfoot was also liked by the students, which is always a positive thing. Alshaigy et al (2015) developed a tool called PILeT, which is an interactive learning tool for Python. The goal of this tool was to be adaptable to the learning style of the student. If they were a visual learner, they could use a visual tool, similarly a textual model and a puzzle based model were included. As you use the tool, it builds up a knowledge database about how you learn in order to present the user with the best material first time as they progress. The authors goal is to avoid a single pedagogical learning style, which would not necessarily meet everyone's needs. Based on the literature in this paper, and the amount of different approaches that different institutions take, this might be a very strong concept. The analysis of this tool is still ongoing, but early results are promising.
Conclusion
It is clear that the choice of a first programming language does not always matter. Many researchers mention the fact that using correct methodologies independent of what particular tool you are using is the most important thing. Educators have had success with a broad range of different FPL's, and equally others have had failings with many languages. If one particular language of each type had to be chosen however, Python seems to be the most highly supported textual language from the literature, possibly due to its relative newness as a programming language. Java would also be a strong choice as it is currently the most used language in the world (Software (2017) ) and has proven itself to be a strong FPL (Mannila and de Raadt (2006) ). Scratch is also held in high regard as a VPL. Based on the knowledge that hybrid languages provide the best of both worlds, the "ideal" language choice might by a combination of Python (or Java) and Scratch. If a course can be made stimulating and interesting for the students then the choice of programming language is not as important as many people think.
Discussion
Throughout this review, we have discussed the benefits of learning a Visual Programming Language and whether or not the First Programming Language choice has profound effect on student performance and interest. It is clear that the most important thing educators can do is make their course interesting, and ensure it covers all the important elements needed to truly "know" programming. If a student of any age enjoys what they are doing, there is a better chance that they are going to understand it and continue studying it.
It has been demonstrated through the answers to the research questions that the actual choice of what tools to use does not matter, within reason. The use of a Visual Programming Lan will in most cases, be very helpful to a student. It may not be something to pursue for a longitudinal time frame, but as an introduction to CS, it is clearly beneficial and will generally lead to higher retention of knowledge and interest.
We present this paper in the hope that educators at all levels and in all institution types will examine the options available to them when they are teaching programming. This review may go some way to informing their decisions around the first programming language to use and the benefits of both text-based and visual-based programming languages.
