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Povzetek
Naslov: Tekmovanje Robo liga FRI: pod zˇarometi in v zaodrju
Avtor: Jakob Malezˇicˇ
Opiˇsemo univerzitetno tekmovanje Robo liga FRI in letosˇnji izziv. Nad-
gradimo prejˇsnji zaledni sistem tekmovanja, ki skrbi za sledenje objektom,
strezˇbo podatkov o igri ter belezˇenje tocˇk. Sistem pretvorimo iz monolitne
v modularno arhitekturo s strezˇnikom in aplikacijskim programskim vmesni-
kom, ki uporablja arhitekturni slog za predstavitveni prenos stanja – REST
(ang. representational state transfer), ki definira komunikacijo med spletnimi
storitvami in nudi koncˇne tocˇke za branje podatkov in upravljanje tekme. Za
sledenje objektom uporabimo kamero in znacˇke ArUco.
Nato predstavimo glavne probleme sestavljanja in programiranja avtono-
mnega robota z diferencialnim pogonom za opravljanje tekmovalnih nalog.
Preucˇimo najbolj znane algoritme za iskanje in planiranje poti. Izberemo
najbolj primerne, jih implementiramo in ocenimo na poligonu.
Kljucˇne besede: Robo liga FRI, mobilni robot z diferencialnim pogonom,
iskanje poti, planiranje poti, avtonomni robot, strezˇnik igre, REST API.

Abstract
Title: Competition Robo Liga FRI: under the spotlight and behind the
scenes
Author: Jakob Malezˇicˇ
We describe university competition Robo Liga FRI and this year’s challenge.
We upgrade the old competition’s backend system, which takes care of object
tracking, serving the game’s live data and game score. We transform the sys-
tem from monolith to modular architecture with the REST API server, which
provides endpoints for data access and game control. For object tracking we
use a camera and ArUco tags.
We then present main problems of constructing and programming of a
differential-wheel robot for carrying out tasks specified by the competition.
We examine the most used algorithms for path finding and path planning.
Then we choose the most suitable ones for the competition, implement them
and evaluate them on the field.
Keywords: Robo liga FRI, differential wheeled mobile robot, path finding,
path planning, autonomous robot, game server, REST API.

Poglavje 1
Uvod
Avtonomni mobilni roboti postajajo pomemben del avtomatiziranih tovarn
in nezadrzˇno prodirajo tudi v nasˇe domove in ulice. Taksˇni sistemi morajo
biti zmozˇni avtonomnega planiranja in opravljanja nalog. Obstajajo razlicˇni
algoritmi za premikanje robota ter planiranje akcij mobilnega robota. Iz vi-
dika premikanja mora avtonomen robot znati slediti poti, ki zadosˇcˇa zadanim
kriterijem, in se pri tem izogibati oviram. S podobnimi izzivi se srecˇamo tudi
na letosˇnjem tekmovanju Robo liga FRI.
V poglavju 2 podrobno predstavimo Robo ligo FRI, univerzitetno tek-
movanje v sestavljanju in programiranju avtonomnnih robotov Lego Min-
dstorms1. Vsaka tekmovalna ekipa mora sestaviti robota, ki zna avtonomno
opravljati razlicˇne naloge. Roboti v letosˇnjem izzivu predstavljajo cˇebelarje.
Njihova naloga je, da v omejenem cˇasu naberejo cˇim vecˇ panjev s cˇebelami
in jih pripeljejo v svoje skladiˇscˇe.
Nov zaledni sistem smo zato zgradili kot modularno aplikacijo, kjer vsak
modul podpira zgolj del funkcionalnosti. Za oblikovanje modularnih aplikacij
se pogosto uporablja arhitekturo mikrostoritev, vendar se zaradi majhnega
sˇtevila hkratnih uporabnikov za to nismo odlocˇili. Aplikacijo smo razde-
lili na sledilnik objektov, strezˇnik igre ter programski vmesnik z arhitek-
turnim slogom REST za komunikacijo med spletnimi storitvami. Zaledni
1https://www.fri.uni-lj.si/sl/robo-liga-fri
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sistem omogocˇa vecˇ tekem hkrati in komunicira z zˇe razvitim graficˇnim
uporabniˇskim vmesnikom, ki prikazuje trenutno stanje igre, tocˇke in nudi
mozˇnost zagona igre, izbiranja ekipe ter ustavitve igre. Taksˇen sistem olajˇsa
razvijanje in testiranje robotov, saj ekipam ni potrebno vzpostavljati svojega
strezˇnika, poleg tega ne prihaja do preobremenitev usmerjevalnika. Hkrati
je zaradi modularnosti aplikacije organizacija nadaljnjih tekmovanj olajˇsana,
saj je potrebno spremeniti zgolj del aplikacije. Za razvoj zalednega sistema
smo uporabili jezik Python2. To smo bolj podrobno opisali v poglavjih 3 in
4.
V poglavju 5 predstavimo razlicˇne modele robota z diferencialnim pogo-
nom, ki bi bili lahko primerni za tekmovanje. Opiˇsemo njihove prednosti in
slabosti ter kljucˇne lastnosti, ki najbolj vplivajo na ucˇinkovitost premikanja
robota.
V poglavju 6 opiˇsemo program za premikanje robota, ki smo ga pripra-
vili in je prilagojen letosˇnjemu tekmovanju. Za razvoj programa smo prav
tako uporabili jezik Python. Predstavimo koncept koncˇnega avtomata, ki ga
bomo uporabili v programu. Raziˇscˇemo razlicˇne algoritme za iskanje poti in
primerjamo njihove prednosti ter slabosti. Najbolj primerne za podan izziv
pripravimo in preizkusimo na poligonu. Preucˇimo in pripravimo pa tudi al-
goritma za izogibanje oviram ter planiranje poti. Na koncu predstavimo sˇe
algoritem za vodenje robota. Uporabimo zˇe v naprej pripravljen regulator
PID z nekaj prilagoditvami za nasˇega robota.
Koncˇna izdelka – zaledni sistem in robota – ovrednotimo na tekmovalnem
poligonu, rezultate in ugotovitve pa predstavimo v 7. in 8. poglavju.
2https://www.python.org/
Poglavje 2
Tekmovanje
2.1 Opis izziva
Vsaka ekipa sestavi svojega avtonomnega robota – cˇebelarja. Roboti tek-
mujejo na poligonu, ki predstavlja sadovnjake. Na njem se nahajajo lesene
kocke, ki predstavljajo panje. Ti so lahko zdravi ali bolni. Na poligonu
se nahajata tudi dve skladiˇscˇi, kamor morajo roboti panje pripeljati. Tek-
movanje je dvoboj med dvema robotoma. Oba morata v omejenem cˇasu v
svoje skladiˇscˇe pripeljati cˇim vecˇ zdravih panjev in poskrbeti, da je v njem
cˇim manj bolnih. Robota za navigacijo uporabljata podatke, ki jih preko
brezzˇicˇnega omrezˇja pridobita s strezˇnika. Strezˇnik s pomocˇjo kamere in
znacˇk ArUco [9, 21] spremlja pozicije robotov in panjev.
2.2 Tekmovalni poligon
Poligon je ravna povrsˇina, sestavljena iz penastih plosˇcˇ, ki jih obdaja ograja
(slika 2.1). Po njem se gibljejo roboti. Na poligonu imamo dve coni, ki
predstavljata skladiˇscˇi, in tri cone, ki predstavljajo sadovnjake z razlicˇno
bogato pasˇo.
Na vrhu poligona se nahajata dve modri plosˇcˇi, ki predstavljata skladiˇscˇe
modre ekipe. Skladiˇscˇe obdaja eksoticˇen sadovnjak rdecˇe ekipe (slika 2.1), ki
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je hkrati tudi domacˇi sadovnjak modre ekipe. Na sredini se nahaja skupen
sadovnjak obeh ekip, ki je na sliki oznacˇen z rumeno obrobo. Na dnu poli-
gona pa se nahajata dve rdecˇi plosˇcˇi, ki predstavljata skladiˇscˇe rdecˇe ekipe.
Skladiˇscˇe obdaja eksoticˇni sadovnjak modre ekipe, ki je hkrati tudi domacˇi
sadovnjak rdecˇe ekipe.
2.3 Znacˇke ArUco
Znacˇke ArUco so narejene za hitro in robustno zaznavanje njihove pozicije
preko kamere (slika 2.2). Znacˇke imajo cˇrno obrobo in cˇrno-bel vzorec na
sredini, po katerem znacˇke locˇimo ter dolocˇimo njihovo smer. Znacˇke AruCo
uporabljamo za dolocˇevanje pozicij vseh objektov na poligonu.
2.4 Panji
Na poligonu so postavljene lesene kocke velikosti 10 cm × 10 cm × 8 cm z
znacˇko ArUco na vrhu. Kocke predstavljajo cˇebelje panje, ki jih roboti zˇelijo
spraviti v svoje skladiˇscˇe. Lahko so zelene barve, kar predstavlja zdrav panj
(slika 2.3), ali rjave barve, kar predstavlja bolan panj. Zdravi panji, ki jih
roboti uspesˇno dostavijo v svoje skladiˇscˇe, ekipi dodajo tocˇke. Ti panji so
nato odstranjeni s poligona. Rjavi panji, ki se nahajajo v skladiˇscˇu ob koncu
igre, pa ekipi odvzamejo tocˇke. Rjavi panji niso odstranjeni s poligona, kar
pomeni, da jih lahko roboti premikajo po poligonu do konca tekme.
2.5 Robot
Naloga vsake ekipe je, da sestavi svojega robota. Robot je v celoti sestavljen
samo iz kompleta Lego Mindstorms EV3 (slika 2.4) in mora na zacˇetku tekme
meriti najvecˇ 30 cm × 30 cm × 30 cm. Na vrhu robota mora biti jasno vidna
znacˇka ArUco, preko katere zaledni sistem belezˇi pozicijo robota.
Diplomska naloga 5
Slika 2.1: Tekmovalni poligon.
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Slika 2.2: Primer znacˇke ArUco [8].
Slika 2.3: Primer zdravega panja.
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Slika 2.4: Komplet Lego Mindstorms EV3 Core [18].
2.6 Tekma
Tekma je dvoboj med dvema robotoma. Njun cilj je, da nabereta cˇim vecˇ
tocˇk in s tem prineseta zmago svoji ekipi. Tekma traja najvecˇ 3 minute;
lahko se zakljucˇi prej, cˇe se noben robot ne premika vecˇ.
2.6.1 Tocˇkovanje
Vsak zdrav panj, ki ga robot uspesˇno pripelje v svoje skladiˇscˇe, ekipi prinese
tocˇke. Sˇtevilo tocˇk je odvisno od tega, kje se je panj nahajal. Panj, ki se
je nahajal v domacˇem sadovnjaku, je vreden 1 tocˇko. Cˇe se je nahajal v
skupnem sadovnjaku, je vreden 2 tocˇki. Cˇe se je nahajal v eksoticˇnem sa-
dovnjaku, pa je vreden 3 tocˇke. Nabiralec lahko panj odpelje v bolj oddaljen
sadovnjak in ga s tem obogati, kar mu prinese vecˇ tocˇk. Za vsak bolan panj,
ki se ob koncu igre nahaja v skladiˇscˇu, ekipa izgubi 2 tocˇki, ne glede na to,
kje se je panj nahajal.
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Poglavje 3
Sledilnik
Sledilnik je prvi del zalednega sistema. Njegova naloga je sledenje objektom
na poligonu. Za to uporablja kamero, ki je namesˇcˇena nad poligonom, ter
znacˇke ArUco. Sledilnik je sestavljen iz dveh delov: priprave sledilnika in
sledenja objektom.
3.1 Arhitektura
Progama za pripravo sledilnika in sledenje objektom si delita tako skupne
konfiguracijske datoteke kot tudi razrede. Glavni trije razredi so Sledilnik,
ter SledilnikPriprava in SledilnikIgra, ki razred Sledilnik razsˇirjata.
Na ta nacˇin se koda ne podvaja in je bolj pregledna.
3.2 Program za pripravo sledilnika
S programom za pripravo sledilnika dolocˇimo tocˇke, ki predstavljajo kote po-
ligona, skladiˇscˇ in posameznih sadovnjakov. To naredimo tako, da najprej v
konfiguracijsko datoteko polja.json napiˇsemo imena vseh polj, ki jih zˇelimo
oznacˇiti.
Nato program za pripravo sledilnika zazˇenemo z ukazom -s oziroma
--videoSource, ter mu kot argument podamo naslov IP kamere, ki snema
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poligon. Prenos slike lahko nastavimo tudi z ukazom -c oziroma --camera,
ki nastavi prenos slike iz kamere racˇunalnika. Ukaz -h ali --help izpiˇse
navodila za uporabo.
Program nam prikazˇe poligon, kot ga vidi kamera. S klikom na tipko e
pricˇnemo z dolocˇevanjem tocˇk. Program nas vodi in sproti izrisuje dolocˇene
tocˇke ter cone (slika 3.1). Ko dolocˇimo vse potrebne tocˇke (slika 3.2), se
v konfiguracijsko datoteko konfiguracija poligona.json zapiˇsejo vsi po-
datki, ki ji sledilnik potrebuje za sledenje objektom.
Slika 3.1: Oznacˇevanja con preko graficˇnega vmesnika.
3.3 Program za sledenje objektom
Program za sledenje objektom je zasnovan kot samostojen program, vendar se
uporablja kot podproces drugega programa. Njegova naloga je zgolj sledenje
objektom in posˇiljanje podatkov o pozicijah objektov. Ob zagonu mu kot
argument podamo naslov IP kamere. Z zeleno obrobo so oznacˇeni vsi objekti
na poligonu, ki imajo znacˇke ArUco. To je prikazano na sliki 3.3.
Diplomska naloga 11
Slika 3.2: Koncˇna oznacˇitev vseh con.
Slika 3.3: Graficˇni vmesnik programa za sledenje objektom.
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3.3.1 Delovanje
Ko zazˇenemo program, se najprej preberejo podatki iz datoteke konfigurac-
ija poligona.json, ki jo je ustvaril program za pripravo sledilnika. Potem
se pripravi podatkovna struktura – vrsta1, v katero program zapisuje pozicije
objektov, ki jih vidi kamera. Program nato zacˇne svojo glavno zanko, kjer
najprej pridobi barvno sliko in jo za lazˇjo prepoznavo znacˇk ArUco pretvori
v sivine. Slika je zaradi ukrivljenosti lecˇe popacˇena, zato jo izravna in s
pomocˇjo znacˇk ArUco zazna pozicije objektov na poligonu. Za vsak objekt
si zapomni zadnjo lokacijo in v primeru, da kateri od objektov ni vecˇ viden,
s pomocˇjo Kalmanovega filtra [24] predvidi njegovo trajektorijo in trenutno
pozicijo. Cˇe objekt ni viden dalj cˇasa, program privzame, da objekta ni vecˇ
na poligonu. Na koncu zanke program vse podatke o stanju na poligonu
shrani v skupen objekt in ga zapiˇse v vrsto. Tako so podatki cˇasovno urejeni
in pripravljeni za branje ter procesiranje.
3.4 Paket Pip
Sledilnik je nalozˇen na spletno stran Github2 in vsebuje konfiguracijsko da-
toteko Pip3, ki omogocˇa uporabo programske kode kot knjizˇnice. Cˇe zˇelimo
sledilnik uporabiti v svojem programu, moramo v svoje okolje Python zgolj
namestiti paket Pip sledilnika in ga uvoziti v nasˇ program. S tem povecˇamo
modularnost celotnega sistema, kar prispeva k boljˇsi preglednosti kot tudi
robustnosti igralnega strezˇnika.
1Vrsta je seznam, v katerem so elementi urejeni skladno z vrstnim redom dodajanja.
Elementi se vedno dodajajo na konec seznama in se jih vedno briˇse na zacˇetku seznama.
Vrsta se zato imenuje tudi ”prvi noter in prvi ven”(ang. first in first out – FIFO) [16].
2https://github.com/RoboLiga/sledenje-objektom-2
3https://pypi.org/
Poglavje 4
Igralni strezˇnik
Igralni strezˇnik skrbi za potek celotne tekme. Pridobiva podatke iz sledilnika,
jih procesira, dodeljuje tocˇke in izpostavlja koncˇne tocˇke za upravljanje ter
pridobivanje podatkov o tekmi.
4.1 Knjizˇnica Gevent
Pomemben del igralnega strezˇnika je knjizˇnica Gevent1, ki nam omogocˇa
asinhrono izvajanje programa. To pomeni, da se deli programa lahko izvajajo
socˇasno, vendar ne vzporedno. To si lahko predstavljamo kot vrsto z moduli,
ki se pricˇnejo izvajati ob sprozˇitvi dogodka. Gevent vedno omogocˇi izvajanje
prvemu modulu v vrsti, ki je zˇe pripravljen oziroma ne cˇaka vecˇ na sprozˇitev
dogodka.
4.2 Arhitektura
Igralni strezˇnik za svoje delovanje uporablja tri module (razrede): sledilnik,
pozicije objektov in igra (slika 4.1). Vsak posamezen razred modulov razsˇirja
razred Streznik, ki razsˇirja razred Greenlet2. Razred Streznik pa vsebuje
1http://www.gevent.org/
2https://greenlet.readthedocs.io/
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zgolj atribut tipa Event, ki predstavlja dogodek. Dogodek deluje kot zasta-
vica. Ko modul izvaja svojo nalogo, zastavico odstrani; ko pa modul opravi
svojo nalogo, zastavico nastavi.
Slika 4.1: Arhitektura igralnega strezˇnika
Najprej se izvede modul sledilnika. Ko koncˇa, nastavi svojo zastavico in
za kratek cˇas zaspi. To zastavico spremlja modul pozicij objektov. Takoj za
tem, ko je zastavica sledilnika nastavljena, modul pozicij objektov odstrani
svojo zastavico, izvede svojo nalogo, nastavi svojo zastavico in zaspi za kratek
cˇas. Moduli igre potem po istem postopku izvedejo svojo nalogo. Ker noben
modul ne cˇaka na modul igre, se lahko ponovno izvede celoten krog.
4.3 Modul sledilnika
Modul sledilnika skrbi, da sledilnik ves cˇas deluje in ga v primeru nenadne
zaustavitve ponovno pozˇene. V igralnem strezˇniku obstaja samo en primerek
modula sledilnika.
Ko pozˇenemo igralni strezˇnik, se najprej ustvari nov primerek modula
sledilnika. Nato se ustvari podatkovna vrsta za podatke, ki jih sledilnik
oddaja. Na koncu se pripravi sledilnik kot podproces igralnega strezˇnika in
pozˇene modul sledilnika.
Ob zagonu modula sledilnika se najprej zazˇene sledilnik kot podproces.
Nato se zacˇne neskoncˇna zanka, ki preverja, cˇe je podproces sledilnika akti-
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ven. Na koncu se iz podatkovne vrste preberejo trenutne pozicije objektov
na poligonu in se shranijo v atribut modula sledilnika, ki je javno dostopen.
4.4 Modul pozicij objektov
Modul pozicij objektov bere podatke, ki jih pridobi modul sledilnika in jih
pretvori v objekt, ki predstavlja pozicije objektov. V igralnem strezˇniku
obstaja samo en primerek modula pozicij objektov.
Kot drugi zapored se ob zagonu igralnega strezˇnika ustvari nov primerek
modula pozicij objektov. Pri vzpostavitvi se najprej iz lokalne konfiguracij-
ske datoteke konfiguracija.json preberejo vsi staticˇni podatki. Ti pred-
stavljajo identifikacijske sˇtevilke znacˇk ArUco zdravih in bolnih panjev ter
posameznih ekip, cˇas igre in vrednosti panjev. Ti podatki so za vse igre enaki
in jih lahko le rocˇno popravimo v konfiguracijski datoteki.
Modul ob zagonu vstopi v neskoncˇno zanko, v kateri bere podatke o
pozicijah objektov na poligonu, jih razcˇleni in jih shrani v objekt, ki ga za
svoje delovanje uporabljajo primerki modula igre.
4.5 Modul igre
Modul igre prebere pripravljen objekt in ga uporabi za izracˇun rezultata
in za nudenje podatkov preko koncˇnih tocˇk. Obstaja lahko vecˇ primerkov
modula igre, kar omogocˇa izvajanje vecˇ razlicˇnih tekem hkrati. To zelo olajˇsa
testiranje, ko je na poligonu vecˇ robotov naenkrat, saj si ekipi lahko razdelita
poligon na pol in razvijata svojo resˇitev neodvisno druga od druge.
Nov primerek modula igre se ustvari ob klicu koncˇne tocˇke za kreiranje
nove igre igralnega strezˇnika. Pri vzpostavitvi kot parametra sprejme iden-
tifikacijski sˇtevilki robotov, ki tekmujeta. Ustvari se identifikacijski niz igre,
ki je dolg sˇtiri znake ASCII (ang. American Standard Code for Information
Interchange), ter objekt, ki predstavlja stanje igre v zˇivo.
Funkcija ob zagonu vstopi v neskoncˇno zanko, v kateri bere podatke o po-
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zicijah objektov na poligonu iz funkcije pozicij objektov. Nato v primeru, da
se tekma izvaja, spremlja vrednosti panjev in ustrezno tocˇkuje ekipi. Hkrati
omogocˇa branje podatkov o igri preko programskega vmesnika.
4.6 Programski vmesnik
Programski vmesnik omogocˇa komunikacijo z igralnim strezˇnikom preko pro-
tokola HTTP (ang. HyperText Transfer Protocol). Zazˇene se nazadnje in
izpostavlja koncˇne tocˇke za branje podatkov ter upravljanje tekme.
4.6.1 Arhitekturni slog REST
Programski arhitekturni slog REST (ang. representational state transfer), ki
definira pravila za razvoj spletnih storitev, omogocˇa dostop in spreminjanje
podatkov preko koncˇnih tocˇk. [6].
Za arhitekturni slog REST smo se odlocˇili, ker je zaradi svojega enotnega
vmesnika preprost in ucˇinkovit. Za posˇiljanje sporocˇil uporablja objektno
notacijo za JavaScript JSON (ang. JavaScript Object Notation), ki je prav
tako preprost za uporabo. Ena izmed mozˇnih alternativ je protokol SOAP
(ang. Simple Object Access Protocol), ki za posˇiljanje sporocˇil uporablja
razsˇirljiv oznacˇevalni jezik XML (ang. eXtensible Markup Language) [10],
vendar je REST hitrejˇsi in lazˇji za uporabo.
4.6.2 Koncˇne tocˇke
Programski vmesnik izpostavlja naslednje koncˇne tocˇke:
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HTTP
zahtevek
pot na strezˇniku kratek opis
GET /game Vrne seznam identifikacij-
skih sˇtevilk iger.
/game/{game id} Vrne stanje igre z identifika-
cijsko sˇtevilko game id.
/teams Vrne podatke o ekipah.
POST /game/{game id}/score Nastavi rezultat za igro s
sˇtevilko game id.
/game/{game id}/teams Nastavi ekipi podani v zah-
tevku za igro s sˇtevilko
game id.
/game/{game id}/time Nastavi cˇas igre s sˇtevilko
game id.
PUT /game Kreira novo igro za ekipi, ki
sta podani v zahtevku.
/game/{game id}/start Zazˇene igro s sˇtevilko
game id.
/game/{game id}/stop Koncˇna igro s sˇtevilko
game id.
/game/{game id}/pause Zacˇasno ustavi igro s sˇtevilko
game id.
Koncˇne tocˇke uporablja spletna aplikacija, ki je bila vnaprej narejena s strani
organizatorjev Robo lige FRI. Preko njih dostopa do podatkov, posˇilja po-
datke ter upravlja s tekmo.
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Poglavje 5
Robot
Zgradba robota predstavlja kljucˇni del pri premikanju robota in opravljanju
zastavljenih nalog. Odvisna je predvsem od igralne strategije posamezne
ekipe. Pri letosˇnjem izzivu sta najpomembnejˇsi hitrost in okretnost. Zato
smo se pri gradnji robota osredotocˇili predvsem na ti dve lastnosti.
5.1 Omejitve
Pri zgradbi robota smo omejeni s kockami, ki jih vsebuje komplet Lego Min-
dstorms EV3. Ta vsebuje zgolj dve gumijasti kolesi, zato smo prisiljeni na-
mesto tretjega kolesa uporabiti kovinsko kroglico. Na voljo imamo dva velika
motorja, ki se vrtita s priblizˇno 160 vrtljaji na minuto z navorom 20 N/cm,
ter en srednji motor, ki se vrti s priblizˇno 240 vrtljaji na minuto z navorom
8 N/cm.
Sestavni del robota je tudi kocka EV3, ki vsebuje mikrokrmilnik, ki skrbi
za procesiranje vhodov in tudi poganja motorje. Na njej se izvaja program
za premikanje robota. Na kocko smo nalozˇili operacijski sistem ev3dev1, ki
temelji na operacijskem sistemu Linux. Kocka vsebuje naslednje komponente:
• mikrokrmilnik ARM9,
1https://www.ev3dev.org/
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• 16 MB spomina za shranjevanje programov, ki ga lahko povecˇamo s
kartico SD do 32 GB,
• 64 MB RAM,
• vhod USB, v katerega je prikljucˇen adapter za brezzˇicno povezavo z
internetom.
5.2 Tezˇiˇscˇe
Tezˇiˇscˇe mora biti cˇim nizˇje in cˇim bolj na sredini osi vrtenja koles, saj mocˇno
vpliva na zavijanje robota in na njegovo hitrost. Ker najvecˇji del robotove
tezˇe predstavlja kocka EV3 z baterijami, smo jo postavili med kolesa (slika
5.1). Tako smo zagotovili gladko zavijanje.
5.3 Pozicija motorjev in koles
Pozicija motorjev ima velik vpliv na hitrost oziroma pospesˇevanje robota.
Cˇe kolesa postavimo zadaj in spredaj namestimo kovinsko kroglico, bo robot
rinil kroglico v penaste plosˇcˇe. S tem izgubimo hitrost in lahko pride do
preskoka med zobniki. Zato smo kolesa postavili spredaj, saj tako robot
ob premikanju vlecˇe kovinsko kroglico. Motorji predstavljajo velik del tezˇe
robota, zato jih zˇelimo imeti blizu tezˇiˇscˇa.
5.4 Klesˇcˇe
Klesˇcˇe pomagajo robotu, da med vozˇnjo ne izgubi kocke. Lahko so negibne ali
pa premikajocˇe. Klesˇcˇe niso obvezne, vendar so se v vecˇini primerih izkazale
kot najboljˇsa resˇitev za prevazˇanje kock.
Negibne klesˇcˇe so trdno pritrjene na robota in se ne premikajo. S taksˇnimi
klesˇcˇami lazˇje izgubimo kocko in jo tezˇje spravimo stran od stene poligona.
To lahko predstavlja problem, cˇe nasprotnik potisne bolan panj do stene v
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nasˇem skladiˇscˇu. Prednost negibnih klesˇcˇ pa je, da pridobimo na cˇasu, saj
ni potrebno cˇakati, da se klesˇcˇe odprejo ali zaprejo. Poleg tega jih je lazˇje
sestaviti. Ker smo zˇeleli, da je nasˇ robot kar se da hiter, uporablja negibne
klesˇcˇe.
Premikajocˇe klesˇcˇe se lahko zaprejo in odprejo, za kar je ponavadi potre-
ben srednji motor. S premikanjem klesˇcˇ izgubimo nekaj cˇasa, vendar tezˇje
izgubimo panj, kar se lahko zgodi med vozˇnjo ali obracˇanjem na mestu. Iz-
ziv predstavlja tudi konstrukcija takih klesˇcˇ, saj smo omejeni s kockami v
kompletu.
5.5 Prenosi
Komplet kock vsebuje zobnike, s katerimi lahko s prenosom iz vecˇjega na
manjˇsi zobnik povecˇamo hitrost robota. Prenosi predstavljajo precejˇsen izziv,
saj morajo biti zobniki dobro pritrjeni, da ne pride do preskakovanja zob. Nasˇ
robot uporablja prenose v razmerju 3:1, kar pomeni, da se ob enem vrtljaju
motorja kolo trikrat zavrti.
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Slika 5.1: Robot nasˇe ekipe.
Poglavje 6
Program za premikanje robota
Program za premikanje robota je odgovoren za dolocˇanje poti in premikov
robota. Program deluje v zanki, kjer na zacˇetku vsakega obhoda pridobi
podatke z igralnega strezˇnika, nato pa glede na pridobljene podatke dolocˇi
naslednjo akcijo.
6.1 Deterministicˇni koncˇni avtomat
Program uporablja koncept deterministicˇnega koncˇnega avtomata [11]. De-
terministicˇni koncˇni avtomat je zbirka stanj in prehodov med stanji, ki se
zgodijo ob dolocˇenem pogoju. Nasˇ program je sestavljen iz sˇtirih stanj: dolocˇi
cilj, dolocˇi tocˇko, vozˇnja in odmik (slika 6.1).
Za deterministicˇni koncˇni avtomat smo se odlocˇili, ker povecˇa modular-
nost programa in omogocˇa dobro odzivnost na nepredvidljive zunanje de-
javnike. To pomeni, da poskusˇa opraviti svojo nalogo, kljub nepredvidenim
situacijam na poligonu. Na primer: trk z robotom nasprotne ekipe, trk s
steno, zagozditev v kotu in podobne druge situacije, ki niso predvidene v
normalnem poteku programa.
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dolocˇi ciljstart dolocˇi tocˇko vozˇnja
odmik
α
β
γ
δ

ζ
/
/
Stanje Pogoj
dolocˇi cilj α - cilj sˇe ni dosezˇen
β - cilj je dosezˇen
dolocˇi tocˇko γ - tocˇka sˇe ni dosezˇena
δ - tocˇka je dosezˇena
 - tocˇka je enaka cilju
ζ - pretekla je varnostna budilka
vozˇnja / - ni pogoja
odmik / - ni pogoja
Slika 6.1: Deterministicˇni koncˇni avtomat
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6.1.1 Stanje: dolocˇi cilj
V tem stanju program dolocˇi cilj, kamor se zˇelimo premakniti. Ta je odvisen
od igralne strategije ekipe. V nasˇem primeru robot za cilj vedno nastavi
najblizˇji zdrav panj oziroma domacˇe skladiˇscˇe, ko zdrav panj prevazˇa. V
primeru, da zdravih panjev ni vecˇ na poligonu, za cilj nastavi najblizˇji bolan
panj oziroma nasprotnikovo skladiˇscˇe, cˇe bolan panj zˇe prevazˇa.
6.1.2 Stanje: dolocˇi tocˇko
V tem stanju program dolocˇi naslednjo tocˇko, kamor se zˇelimo premakniti.
Tocˇko dolocˇi algoritem za iskanje poti, ki kot ciljno tocˇko prejme tocˇko,
dolocˇeno v stanju dolocˇanja cilja. Cˇe smo cilj dosegli, program preide v
stanje dolocˇanja cilja, sicer pa nastavi naslednjo tocˇko in preide v stanje
vozˇnje. Cˇe pa se tocˇka daljˇsi cˇas ne spremeni in potecˇe varnostna budilka,
program preide v stanje odmika.
6.1.3 Stanje: vozˇnja
V tem stanju program zgolj posodobi vrednosti regulatorja, zavrti kolesa in
preide nazaj v stanje dolocˇanja tocˇke.
6.1.4 Stanje: odmik
V to stanje program preide zgolj ob preteku varnostne budilke, ki omejuje
cˇas, v katerem mora robot dosecˇi dano tocˇko. Odmik predstavlja varnostno
stanje, kjer se robot najprej premakne za dolocˇeno razdaljo nazaj, nato pa
preide v stanje dolocˇi cilj.
6.2 Iskanje poti
Iskanje poti je eden kljucˇnih problemov avtonomnih robotov. Bistvo iskanja
poti je najti pot, ki vodi do cilja in se izogne morebitnim oviram. Za iskanje
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poti smo preucˇili in ovrednotili na poligonu naslednje algoritme: algoritem
potencialnih polj, algoritem A*, pozˇresˇno iskanje ter pristop dinamicˇnega
okna.
Zavoljo lazˇje predstave smo naredili tudi graficˇni vmesnik za izris poti,
ki simulira preprosto premikanje robota brez zdrsa. Graficˇni vmesnik izriˇse
poligon, objekte na poligonu in pot, ki jo predvidi izbrani algoritem. Objekte
na poligonu lahko sami programsko nastavimo ali pa preberemo trenutno
stanje na poligonu preko programskega vmesnika, ki ga nudi strezˇnik. Rdecˇe
polje na graficˇnem vmesniku predstavlja skladiˇscˇe rdecˇe ekipe, modro polje
predstavlja skladiˇscˇe modre ekipe, zeleni kvadrati so panji oziroma ovire,
svetlo moder kvadrat je robot, rumen kvadrat pa predstavlja cilj. V nekaterih
primerih se okoli panjev izriˇsejo tudi oranzˇni kvadrati, ki prikazujejo obmocˇje,
v katerega robot ne sme zapeljati, da se panju popolnoma izogne. Pot, ki jo
algoritem predvidi, je izrisana z majhnimi rdecˇimi kvadrati (slika 6.2).
6.2.1 Algoritem potencialnih polj
Algoritem potencialnih polj temelji na preiskovanju grafa, kar pomeni, da
celoten poligon najprej razdeli na mrezˇo vozliˇscˇ. Nato vsakemu vozliˇscˇu
dodeli potencial, ki je vsota privlacˇne in odbojne sile [12]. V nasˇem primeru
je privlacˇna sila kar enaka evklidski razdalji od trenutne pozicije robota a do
cilja:
privlacˇna(a, cilj) = e(a, cilj) , (6.1)
pri cˇemer je:
e(a, b) =
√
(xa − xb)2 + (ya − yb)2 , (6.2)
Pri cˇemer sta xa in ya koordinati tocˇke a, xb ter yb pa koordinati tocˇke b.
Odbojna sila je enaka vsoti obratnih evklidskih razdalj do panjev:
odbojna(a, panji) =
n−1∑
i=0
1
e(a, panji[i])
, (6.3)
pri cˇemer je n enak sˇtevilu panjev. Potencial posamezne tocˇke a je enak:
potencial(a, cilj, panji) = privlacˇna(a, cilj) + odbojna(a, panji) . (6.4)
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Ko za vsako vozliˇscˇe dolocˇimo potencial, lahko dolocˇimo tudi pot, ki poteka
po vozliˇscˇih z najmanjˇsimi potenciali. Primera poti sta vidna na slikah 6.2
in 6.3.
Slika 6.2: Izris poti za algoritem potencialnih polj.
Slika 6.3: Izris poti za algoritem potencialnih polj.
Cˇe v enacˇbo za potencial dodamo sˇe parametra α in β, lahko dolocˇamo
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vpliv posamezne sile:
potencial(a, cilj, panji, α, β) = α ∗ privlacˇna(a, cilj) +
β ∗ odbojna(a, panji) .
(6.5)
Na sliki 6.4 je narisana pot za parametra α = 1.0 in β = 5.0. To pomeni,
da je odbojna sila 5-krat mocˇnejˇsa kot privlacˇna. Zato je pot daljˇsa, vendar
se izogiba oviram v daljˇsem loku kot na sliki 6.5. Na sliki 6.5 pa sta vrednosti
parametrov α in β ravno obratne kot na sliki 6.4, torej α = 5.0 in β = 1.0.
Zato je pot krajˇsa, vendar poteka blizˇje oviram.
Slika 6.4: Izris poti za parametra: α = 1.0 β = 5.0.
Slabost algoritma potencialnih polj predstavlja eksponentna cˇasovna zah-
tevnost. Poleg tega algoritem ni zmozˇen zaznati, da do cilja ni mozˇno priti.
To lahko vidimo na sliki 6.6. V taksˇnem primeru bi se robot zapeljal do
vozliˇscˇa z najmanjˇsim potencialom in tam obstal.
6.2.2 Algoritem A*
Algoritem A* tudi temelji na preiskovanju grafa in prav tako razdeli celoten
poligon na mrezˇo vozliˇscˇ. Algoritem zacˇne v zacˇetnem vozliˇscˇu in v iteracijah
poskusˇa najti optimalno pot do ciljnega vozliˇscˇa [22].
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Slika 6.5: Izris poti za parametra: α = 5.0 β = 1.0.
Slika 6.6: Primer postavitve brez mozˇne poti do cilja.
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Algoritem v vsaki iteraciji posodablja seznam odprtih vozliˇscˇ, ki vsebuje
mozˇna vozliˇscˇa optimalne poti. Ob zagonu algoritma dodamo v seznam zgolj
zacˇetno vozliˇscˇe, nato v vsaki iteraciji iz seznama izberemo vozliˇscˇe z najnizˇjo
vrednostjo cenilne funkcije fcena(n):
fcena(n) = gcena(n) + hcena(n) , (6.6)
kjer n predstavlja naslednje vozliˇscˇe, gcena(n) ceno poti od zacˇetnega vozliˇscˇa
do vozliˇscˇa n in hcena(n) hevristicˇno oceno optimalne poti od vozliˇscˇa n do
cilja. Hevristicˇna ocena je kar enaka evklidski razdalji do cilja (enacˇba 6.2).
Izbrano vozliˇscˇe oznacˇimo kot zaprto in v seznam odprtih vozliˇscˇ dodamo
vsa sosednja vozliˇscˇa, ki sˇe niso oznacˇena kot zaprta, ter jim za starsˇa nasta-
vimo izbrano vozliˇscˇe.
Cˇe je izbrano vozliˇscˇe enako ciljnemu vozliˇscˇu, smo nasˇli pot. Pot se-
stavimo s prehajanjem po starsˇih vozliˇscˇ. V primeru, da izbrano vozliˇscˇe ni
enako ciljnemu vozliˇscˇu in je seznam odprtih vozliˇscˇ prazen, pot do ciljnega
vozliˇscˇa ne obstaja.
Prednost algoritma A* je, da vedno najde optimalno pot, cˇe hevristicˇna
funkcija ne precenjuje cene do cilja (sliki 6.7 in 6.8). Slabost pa je v tem, da
ima eksponentno prostorsko zahtevnost in je za vecˇje probleme neuporaben.
Hitrost izvajanja algoritma lahko izboljˇsamo s podatkovno strukturo –
prioritetno vrsto, ki temelji na podatkovni strukturi – kopici [16]. Za iskanje
najboljˇsega vozliˇscˇa namesto seznama uporabimo prioritetno vrsto in s tem
zmanjˇsamo cˇasovno zahtevnost iskanja iz O(n) na O(log(n)), pri cˇemer je n
sˇtevilo vozliˇscˇ v vrsti.
6.2.3 Pozˇresˇno iskanje
Pozˇresˇen algoritem v vsakem koraku, glede na trenutno stanje, izbere najbolj
optimalen naslednji korak. V vecˇini primerov pozˇresˇni algoritmi ne najdejo
globalno optimalne resˇitve, vendar v krajˇsem cˇasu vseeno vrnejo resˇitev, ki
je lahko dovolj dobra za izbran problem (sliki 6.9 in 6.10).
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Slika 6.7: Izris poti, ki jo vrne algoritem A*.
Slika 6.8: Izris poti, ki jo vrne algoritem A*.
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V primeru iskanja poti algoritem razdeli poligon na mrezˇo vozliˇscˇ in v
iteracijah skozi vozliˇscˇa poskusˇa najti optimalno pot od zacˇetnega do ciljnega
vozliˇscˇa. V vsaki iteraciji za vsako od sosednjih vozliˇscˇ izracˇuna hevristicˇno
oceno, ki je v nasˇem primeru enaka evklidski razdalji (enacˇba 6.2) do cilja:
hcena(a, cilj) = e(a, cilj) , (6.7)
pri cˇemer a predstavlja sosedno vozliˇscˇe, cilj pa ciljno vozliˇscˇe. Za naslednje
vozliˇscˇe nato izbere tisto, ki ima najmanjˇso hevristicˇno oceno hcena(a, cilj).
Algoritem se izvaja v iteracijah, dokler naslednje vozliˇscˇe ni enako koncˇnemu
ali pa ni vecˇ na voljo nobeno vozliˇscˇe.
Slika 6.9: Izris poti za pozˇresˇen algoritem.
6.2.4 Pristop dinamicˇnega okna
Dinamicˇno okolje tekmovanja predstavlja velik izziv, saj se na poligonu panji
in robota ves cˇas premikajo. Cˇe zˇelimo, da robot uspesˇno in hitro prispe na
cilj, mora znati reagirati na spremembe na poligonu, ki ovirajo njegovo pot.
Vsi do zdaj opisani algoritmi delujejo staticˇno, kar pomeni, da ne znajo
reagirati na spremembe na poligonu. Eden izmed algoritmov, ki zna reagi-
rati na spremembe med samim premikanjem, je pristop dinamicˇnega okna.
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Slika 6.10: Izris poti za pozˇresˇen algoritem.
Izpeljan je iz modela premikanja robota in je zato primeren za robote, ki
se premikajo z visoko hitrostjo. Od ostalih algoritmov za iskanje poti se
razlikuje po tem, da nikoli ne sestavi celotne poti, vendar v vsakem koraku
poda zgolj translacijsko in rotacijsko hitrost, ki robota pripelje blizˇje cilju.
Glavna prednost algoritma je uposˇtevanje dinamike robota. To dosezˇemo s
sprotnim kreiranjem dinamicˇnega okna, ki zavzema vse hitrosti, ki jih ro-
bot lahko dosezˇe v naslednjem cˇasovnem intervalu. Med temi kombinacijami
translacijskih in rotacijskih hitrosti je nato izbrana tista kombinacija, ki ma-
ksimizira funkcijo ocene. Ta funkcija uposˇteva oddaljenost do cilja, hitrost
in razdaljo do naslednje ovire na poti [7].
Na slikah 6.11 in 6.12 lahko vidimo pot, ki jo dobimo z pristopom di-
namicˇnega okna. Robot zacˇne vozˇnjo v smeri proti cilju ter med vozˇnjo
opazuje okolje pred sabo. Cˇe je na njegovi poti kaksˇna ovira, se ji izogne
tako, da izgubi cˇim manj hitrosti.
Obstajajo tudi drugi algoritmi, ki temeljijo na lokalnih pristopih ter upo-
rabljajo zgolj manjˇsi del okolja za dolocˇanje premikov robota. Najbolj ocˇitna
slabost taksˇnih algoritmov je, da niso zmozˇni najti optimalne poti in se zato
lazˇje zataknejo v lokalne minimume (kot so na primeri postavitve okolja, ki
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vsebujejo ovire v obliki cˇrke U). Glavna prednost taksˇnih algoritmov pred
globalno optimalnimi pa je nizˇja racˇunska kompleksnost, ki je kljucˇna v di-
namicˇnih okoljih, kjer se pozicije objektov pogosto spreminjajo.
Eden izmed algoritmov za izogibanje premikajocˇim oviram je tudi pri-
stop histograma vektorskih polj (ang. vector field histogram) [2], ki razsˇirja
starejˇsi pristop histograma polj virtualnih sil (ang. virtual force field hi-
stogram) [3]. V [23] pa predstavijo metodo krivulj in hitrosti (ang. the
curvature-velocity method), ki je zelo podobna pristopu dinamicˇnega okna.
Slika 6.11: Izris poti za pristop dinamicˇnega okna.
6.3 Glajenje poti z B-zlepki
Algoritem potencialnih polj, algoritem A* ter pozˇresˇno iskanje najdejo pot,
ki ne uposˇteva fizikalnih omejitev robota. To se najbolj pozna pri vozˇnji
skozi ostre ovinke, saj jih robot ne more hitro odpeljati. Zato dobljeno pot z
algoritmi za planiranje gibanja izboljˇsamo tako, da jo robot lahko cˇim hitreje
in zanesljivo odpelje. Eden izmed pristopov planiranja gibanja je glajenje
poti z B-zlepki [1].
Diplomska naloga 35
Slika 6.12: Izris poti za pristop dinamicˇnega okna.
B-zlepek B(x) je funkcija dolocˇene stopnje, ki je definirana z vecˇ po-
dfunkcijami. Lastnosti take funkcije so odvisne od osnovne funkcije, ki jo
uporabimo za definicijo podfunkcij. Veliko se uporabljajo za prilagajanje
krivulje podatkom, racˇunalniˇsko podprto nacˇrtovanje, racˇunalniˇsko podprto
proizvodnjo in racˇunalniˇsko grafiko [5].
V nasˇem programu smo B-zlepke uporabili za nacˇrtovanje gladkih poti.
To smo naredili tako, da smo najprej z algoritmom za iskanje poti poiskali
pot, nato pa smo dobljene tocˇke uporabili za izracˇun priblizˇka B-zlepka 2.
stopnje. Za izracˇun priblizˇka smo uporabili knjizˇnico scipy1. Tako smo do-
bili gladke krivulje, ki omogocˇajo robotu hitrejˇso vozˇnjo. Na slikah 6.13 in
6.14 lahko v zeleni barvi vidimo priblizˇka B-zlepka za pozˇresˇen algoritem in
algoritem A*.
Algoritma, ki delujeta na podoben nacˇin, sta tudi interpolacija zlepkov z
lokalno napetostjo, neprekinjenostjo in kontrolo odstopanja [15] ter Catmull-
Rom zlepki [4].
1https://www.scipy.org/
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Slika 6.13: Izris B-zlepka za pozˇresˇen algoritem.
Slika 6.14: Izris B-zlepka za algoritem A*.
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6.4 Vodenje robota
Robot uporablja diferencialni pogon. To pomeni, da uporablja dva motorja,
ki vrtita kolesi neodvisno drug od drugega. Za krmiljenje taksˇnega robota
potrebujemo sistem, ki bo znal vrteti motorje tako, da se bo robot vozil v
pravo smer in hkrati popravljal napake, ki se zgodijo ob zdrsu koles. Eden
taksˇnih sistemov je regulator PID [13], ki smo ga uporabili za krmiljenje
nasˇega robota.
Sistem za krmiljenje robota, ki bi tudi lahko priˇsel v posˇtev je regula-
cija s prediktivnim vodenjem MPC (ang. model predicitve control) [17], ki
uporablja model sistema, s katerim napoveduje prihodnje obnasˇanje real-
nega sistema. Med drugim, lahko model zgradimo tudi z metodami mehke
logike [20], ki omogocˇa opisovanje zapletenih problemov s simbolicˇnimi (ling-
visticˇnimi) izrazi ali nevronskimi mrezˇami [14].
6.4.1 Regulator PID
Regulator PID (ang. proportional–integral–derivative controller) je sesta-
vljen iz treh cˇlenov, ki vplivajo na regulirano kolicˇino: proporcionalni, inte-
grirni in diferencirni. V nasˇem primeru je regulirana kolicˇina hitrost motorjev
[19], s katero zˇelimo zmanjˇsati napako, ki jo predstavlja kot med robotom in
ciljem.
• Proporcionalni cˇlen skrbi, da je hitrost proporcionalna trenutni napaki.
Zaradi fizikalnih omejitev motorjev je hitrost navzgor in navzdol ome-
jena.
• Integrirni cˇlen ni vezan na trenutno napako, temvecˇ na vsoto vseh
prejˇsnjih napak. Tako si regulator zapomni, kaj se je dogajalo v pre-
teklosti. Uvedba integrirnega cˇlena zmanjˇsa oscilacije in omogocˇa, da
popolnoma iznicˇimo napako, cˇesar samo z proporcionalnim cˇlenom ne
moremo. Slabost pa je, da privede do pocˇasnejˇsega odziva na napako,
zato dodamo sˇe diferencirni cˇlen.
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• Diferencirni cˇlen povecˇa odzivnost na napako. Vecˇja kot je napaka,
vecˇji je odziv. Problem pri diferencirnem cˇlenu predstavlja sˇum, zato
mora nastopati skupaj s proporcionalnim in integrirnim cˇlenom.
6.4.2 Uporaba regulatorja v programu
Konstante, ki dolocˇajo utezˇi posameznega cˇlena, moramo ustrezno nastaviti,
da robot pravilno reagira na napake pri vozˇnji. V nasˇem programu upo-
rabljamo dva regulatorja PID, ker so konstante regulatorja mocˇno odvisne
od fizikalnih lastnosti robota. Enega uporabljamo za vozˇnjo brez panja in
enega za vozˇnjo s panjem, saj se ob vozˇnji s panjem fizikalne lastnosti mocˇno
spremenijo.
Poglavje 7
Rezultati
V okviru diplomske naloge so nastali sˇtrije programi: program za pripravo
sledilnika, program za sledenje objektom, igralni strezˇnik in program za pre-
mikanje robota.
7.1 Sledilnik
Star program za sledenje objektom – sledilnik, smo razdelili na dva samo-
stojna programa: program za pripravo sledilnika in program za sledenje
objektom. To smo lahko naredili zato, ker je za delovanje letosˇnjega sis-
tema potrebno program za pripravo sledilnika pognati zgolj enkrat, ker vse
tekme uporabljajo isti strezˇnik. Na ta nacˇin smo zmanjˇsali zakasnitve v
omrezˇju, ki so bile prisotne pri starem sistemu in so onemogocˇale razvija-
nje in testiranje robotov. Z uporabo novega sistema lahko na tekmoval-
nem poligonu razvija vecˇ ekip hkrati, brez da bi se sistem nenadno zau-
stavil. Hkrati smo lahko program za sledenje objektom razvili brez funk-
cionalnosti za dolocˇevanje con in s tem poenostavili njegovo delovanje. V
novem zalednem sistemu se program za sledenje objektom uporablja kot
podproces. To omogocˇa, da lahko strezˇnik nadzira delovanje programa za
sledenje objektom in ga v primeru nenadne zaustavitve ponovno pozˇene.
Rezultat tega je povecˇana zanesljivost sistema. Koda programa za pri-
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pravo sledilnika in programa za sledenje objektom je dostopna na naslovu
https://github.com/RoboLiga/sledenje-objektom-2.
7.2 Igralni strezˇnik
Razvili smo igralni strezˇnik, ki omogocˇa izvajanje vecˇ tekem hkrati. Ker je za
testiranje na poligonu sedaj potreben zgolj en primerek strezˇnika, smo znatno
zmanjˇsali zakasnitve v omrezˇju. Strezˇnik je sestavljen iz vecˇ modulov, kar
omogocˇa lazˇje prilagajanje sistema za naslednja tekmovanja. Sistem preko
programskega vmesnika izpostavlja koncˇne tocˇke, ki jih uporablja uporabniku
prijazna spletna aplikacija. S tem smo zelo olajˇsali testiranje na poligonu,
saj uporabnikom ni potrebno postavljati svojega strezˇnika. Koda igralnega
strezˇnika je dostopna na naslovu https://github.com/RoboLiga/igralni-
streznik.
7.3 Program za premikanje robota
Razvili smo program za premikanje robota, za katerega smo pripravili razlicˇne
algoritme za iskanje poti in algoritem za vodenje (poglavje 6). V poglavju 7.4
bomo algoritme za iskanje poti sˇe primerjali med sabo in ovrednotili. Koda
programa za premikanje robota je dostopna na naslovu https://github.
com/Blarc/robo-liga-2020.
7.4 Cˇas izvajanja algoritmov na robotu
Kot smo videli v poglavju 6, imajo algoritmi za iskanje poti razlicˇne prednosti
in slabosti. V tem poglavju smo preizkusili, kateri od njih je najbolj primeren
za tekmovanje. Algoritme smo pognali na kocki EV3 in izmerili cˇas izvajanja.
To smo naredili za dve razlicˇni postavitvi panjev na poligonu. Osredotocˇili
smo se predvsem na hitrost vzpostavitve algoritma in racˇunanja posameznega
koraka, ki ga mora robot v danem trenutku opraviti.
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Hitrost vzpostavitve je pomembna, ker se pozicije objektov na poligonu
ves cˇas spreminjajo. To pomeni, da si ne moremo preprosto zapomniti vseh
pozicij objektov in poiskati najboljˇse poti, vendar moramo pot sproti popra-
vljati glede na spremembe pozicij objektov. Seznam vozliˇscˇ moramo zato
ponovno vzpostaviti ob vsakem koraku.
Pri testiranju smo, namesto ob vsakem koraku, seznam vozliˇscˇ vzpostavili
samo na zacˇetku in cˇas vzpostavitve izmerili. Iz cˇasa ene vzpostavitve lahko
nato sklepamo, koliko cˇasa bi porabili za vzpostavitev ob vsakem koraku. To
smo naredili zato, da je bilo testiranje hitrejˇse, saj je vzpostavitev vozliˇscˇ pri
nekaterih algoritmih cˇasovno zelo potratna operacija.
Naloga robota v naslednjih primerih je bila zgolj pripeljati se od zacˇetne
do ciljne tocˇke. Na poti robota so bili panji, v katere se ni smel zaleteti.
Zacˇetno tocˇko in robota predstavlja moder kvadrat, ciljno tocˇko pa rumen
kvadrat. Pri testiranju algoritma potencialnih polj smo parametra α in β
vedno nastavili na 1.
7.4.1 Postavitev 1
Slika 7.1: Postavitev 1.
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Tabela 7.1: Rezultati za postavitev 1
Algoritem Zagon Korak Celotna pot Sˇtevilo
[ms] [ms] [ms] korakov
potencialna polja 5420 ± 20 4 ± 1 5710 ± 20 23
A* 1430 ± 20 0 ± 1 1460 ± 20 23
pozˇresˇno iskanje 70 ± 10 15 ± 1 420 ± 15 25
dinamicˇno okno 2 ± 1 12300 ± 50 >60000 69
Postavitev 1 (slika 7.1) predstavlja najbolj osnovno postavitev panjev, ki
lahko pride v posˇtev tudi za tekmovanje. Izris poti za posamezne algoritme
lahko vidimo na slikah v prejˇsnjih poglavjih (slike 6.2, 6.7, 6.9, 6.11). Iz
rezultatov (tabela 7.1) lahko hitro vidimo, da imamo dva razlicˇna tipa algo-
ritmov. Prvi trije potrebujejo kar nekaj cˇasa za vzpostavitev, medtem ko je
pristop dinamicˇnega okna precej hitrejˇsi. Je pa zato veliko bolj potraten pri
posameznem koraku. Cˇas za izracˇun celotne poti s pristopom dinamicˇnega
okna je bil prevelik, zato smo izvajanje predcˇasno ustavili.
Vidimo tudi, da sta v sˇtevilu korakov algoritma potencialna polja in A*
enaka. Kljub temu je pomembno pogledati potek njune poti. Enako dolga
pot ni nujno enako dobra pot, kar je prikazano na slikah 6.2 in 6.7. Opa-
zimo pa tudi veliko sˇtevilo korakov pri pristopu dinamicˇnega okna. To je
pri taksˇnem algoritmu pricˇakovano, saj mora zaradi visoke hitrosti robota
pogosto preverjati pozicije ovir na poligonu, da se jim lahko izogne.
7.4.2 Postavitev 2
Postavitev 2 (slika 7.4) ne bo nikoli priˇsla v posˇtev za tekmovanje, ker je
panjev prevecˇ in so postavljeni preblizu drug drugega, vendar dobro prikazˇe
razliko med algoritmoma A* in pozˇresˇnim iskanjem. Cˇasi vzpostavitve, ko-
raka in izracˇuna celotne poti so zelo podobni prejˇsnjemu primeru (tabela
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Slika 7.2: Postavitev 2.
Tabela 7.2: Rezultati za postavitev 2
Algoritem Zagon Korak Celotna pot Sˇtevilo
[ms] [ms] [ms] korakov
potencialna polja 13770 ± 20 4 ± 1 14050 ± 20 24
A* 3570 ± 20 0 ± 1 3615 ± 20 24
pozˇresˇno iskanje 100 ± 10 18 ± 1 610 ± 10 34
dinamicˇno okno 2 ± 1 15250 ± 50 >60000 >100
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7.2). Opazimo pa lahko bistveno vecˇjo razliko v sˇtevilu korakov med algorit-
moma A* in pozˇresˇnim iskanjem. To je zato, ker pri pozˇresˇnem iskanju zaide
med oviri in potrebuje dodatne korake, da zaobide drugo oviro. Razliko med
algoritmoma lahko vidimo na slikah 7.3 in 7.4.
Slika 7.3: Izris poti pozˇresˇnega algoritma za postavitev 2.
7.4.3 Ugotovitve
Rezultati testiranja so pokazali glavni problem programa za premikanje ro-
bota, ki je cˇas izvajanja algoritma za iskanje poti. Na podlagi opazovanj
smo ugotovili, da mora biti cˇas izvajanja obhoda glavne zanke programa za
premikanje robota manjˇsi od 200 ms, cˇe zˇelimo, da se robot gladko premika
po poligonu. V glavni zanki mora program prebrati podatke s strezˇnika, z
algoritmom za iskanje poti dolocˇiti naslednjo tocˇko ter posodobiti hitrost mo-
torjev. Cˇe uposˇtevamo, da moramo zaradi dinamicˇnega okolja tekmovanja
pri algoritmih potencialna polja, A* in pozˇresˇno iskanje pred vsakim kora-
kom mrezˇo vozliˇscˇ ponovno vzpostaviti, lahko hitro vidimo, da je za iskanje
poti primeren zgolj algoritem pozˇresˇnega iskanja.
Pozˇresˇno iskanje se kljub neoptimalni poti za tekmovanje dobro izkazˇe,
saj za tekmovanje ne pridejo v posˇtev postavitve, kjer bi se robot zataknil
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Slika 7.4: Izris poti algoritma A* za postavitev 2.
med ovire.
Videli smo tudi, da sta po sˇtevilu korakov algoritma potencialna polja in
A* zelo podobna. Vendar pa je cˇas izvajanja algoritma A* znatno manjˇsi
ter pot bolj gladka. V primeru, da bi izziv vseboval samo staticˇne ovire, bi
lahko za iskanje poti uporabili algoritem A*, saj bi mrezˇo vozliˇscˇ vzpostavili
samo na zacˇetku.
Pristop dinamicˇnega okna se je izkazal za zelo cˇasovno potratnega. Cˇas
izvajanja algoritma bi mogocˇe lahko izboljˇsali s spreminjanjem parametrov
algoritma, vendar bi kljub temu za njegovo izvajanje verjetno potrebovali
zmogljivejˇsi mikrokrmilnik.
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Poglavje 8
Zakljucˇek
V predstavljenem delu smo opisali tekmovanje Robo liga FRI in letosˇnji izziv.
Star zaledni sistem smo nadgradili in oblikovali kot modularno aplikacijo,
ki bo lahko sluzˇila tudi za prihodnja tekmovanja. Pripravili smo razlicˇne
algoritme iskanja poti in jih primerjali ter ocenili glede na hitrost izvajanja.
Star zaledni sistem je zaradi preobremenjenosti usmerjevalnika povzrocˇal
zakasnitve v komunikaciji med roboti in strezˇnikom. Tezˇave smo z modularno
aplikacijo, ki je razdeljena na tri funkcionalne dele, odpravili z uporabo asin-
hronih funkcij, ki omogocˇajo izvajanje vecˇ hkratnih tekem na enem strezˇniku.
Sˇe vedno pa lahko preko programskega vmesnika vsako izmed tekem neod-
visno upravljamo in o tekmi pridobivamo podatke. Na ta nacˇin smo dosegli,
da lahko na tekmovalnem poligonu svoje programe testira vecˇ ekip hkrati.
Zaledni sistem bi lahko izboljˇsali z avtomatskim prepoznavanjem con
na poligonu in uporabo sistema uporabniˇskih sej, ki bi omogocˇal dostop
do tekme zgolj uporabniku, ki jo je ustvaril. Trenutno lahko preko pro-
gramskega vmesnika poljubno tekmo upravlja vsak, ki pozna identifikacijsko
sˇtevilko tekme. Naslednja nadgradnja sistema pa bi bila izdelava program-
skega vmesnika, ki bi omogocˇal spreminjanje velikosti con, dodajanje con in
spreminjanje pomena posameznih con. Lahko bi denimo dolocˇili, da neka
cona panju povecˇa ali zmanjˇsa vrednost. Na ta nacˇin bi posamezne tekme
lahko popolnoma prilagodili.
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Opisali smo tudi komplet Lego Mindstorms EV3 in izzive, ki jih gradnja
robota predstavlja. Ugotovili smo, da na ucˇinkovitost robota vpliva veliko
razlicˇnih dejavnikov. Zato smo preizkusili razlicˇne zgradbe robota in ugoto-
vili, katere fizikalne lastnosti robota najbolj vplivajo na njegovo ucˇinkovitost.
Pripravili smo razlicˇne algoritme za iskanje poti in jih primerjali glede na
hitrost izvajanja na kocki EV3 in glede na dolzˇino poti, ki jo najdejo. Za
najvecˇje ozko grlo se je izkazala kocka EV3 sama, saj zaradi komponent, ki jih
vsebuje, ni sposobna dovolj hitro izvesti bolj naprednih algoritmov. Iz tega
lahko sklepamo, da so za tekmovanje najbolj primerni preprosti algoritmi
za premikanje robota, ki ne potrebujejo veliko procesorske mocˇi in spomina.
Za najboljˇsega izmed pripravljenih algoritmov za iskanje poti se je kljub
neoptimalni poti izkazal algoritem pozˇresˇnega iskanja, saj potrebuje malo
cˇasa za vzpostavitev in izracˇun posameznega koraka.
Cˇe bi zˇeleli, da avtonomni robot izvaja bolj kompleksne algoritme, bi
morali razmisliti o spremembi pravil tekmovanja. Ena izmed mozˇnosti bi bila,
da se program za premikanje robota izvaja na dovolj zmogljivem osebnem
racˇunalniku in robotu posˇilja zgolj ukaze za vrtenje motorjev. Druga mozˇnost
pa bi bila, da namesto kocke EV3 uporabimo kaksˇno drugo, bolj zmogljivo
strojno opremo, kot na primer Raspberry Pi1. Pri tem bi morali poskrbeti
za ustrezno povezavo z obstojecˇimi motorji in tipali ali pa celoten nabor
komponent razviti na novo.
Na koncu sˇe opozorimo, da ta diplomska naloga ne sme biti edini vir in
izhodiˇscˇe za razvoj zgradbe robota in algoritma za premikanje za tekmovanje
Robo liga FRI. Sluzˇi naj bolj kot opozorilo, na kaj moramo biti pri gradnji
robota pozorni in na omejitve, ki jih kocka EV3 predstavlja pri razvoju pro-
grama za premikanje robota.
1https://www.raspberrypi.org/
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