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Abstract
It is well known that software evolution is an inescapable
activity in the software lifecycle. In order to prevent the neg-
ative effects of this activity (decreased quality, increased
complexity, etc.), some good practices have been recom-
mended in the past. In this paper, we present a method
which aims at automating a kind of assistance to software
evolution. This assistance makes it possible to guide the
developer when applying changes on a given software by
making persistent some good practices, which can be con-
sidered as some kind of knowledge in the software engineer-
ing practice. In this method, a domain metamodel is firstly
introduced. A set of constraints formalizing the good prac-
tices are then associated to this metamodel. Together, these
two elements compose the basis upon which the automatic
support for the evolution assistance has been built.
1 Introduction
The study of software evolution, as a first-class phe-
nomenon, started at the end of the sixties. The need for
studying software evolution is motivated by the society’s in-
creasing dependency on software that implements business
processes, which are naturally subject to evolution. This
important activity has high costs within a software project
budget. These are estimated nowadays for more than 80 %
of the global cost [4, 13].
To reduce the evolution cost there have been some pro-
posals for good practices. These“good practices” corre-
spond to an experiment-based methodology which leads a
given software evolution to the desired result at a lower cost.
For this purpose, Lehman’s works [8, 6] consisted in under-
taking several empirical studies on software evolution [7, 8].
From these studies he specified laws and good practices for
improving the software evolution process. These good prac-
tices, which are considered as units of knowledge acquired
through a long experience on evolving existing software
systems, have been presented in the form of recommenda-
tions addressing different contexts. Examples of good prac-
tices include : “the necessity to monitor the number of user-
generated fault reports per release in order to check if the
fault rate is increasing”.
It is interesting to specify a catalog of good practices, but
leaving the checking of their respect to human may lead to
errors. The causes of errors are multiple. This can be simply
the non-use of the rules or their bad interpretation. Indeed,
rules defined textually in a natural language can lead to this
kind of situation. In order to avoid this, it will be necessary
to make an automatic checking of these recommendations.
For that aim we have to: i) formalize the description of the
good practices; ii) provide a tool able to interpret these de-
scriptions in order to automate the checking of the compli-
ance of the evolution process with the good practices.
In this paper we propose to formalize the description of
good practices as a set of rules using meta-models (Sec-
tion 3) and the OCL language [10] (Section 4). To automate
the verification of compliance with good practices, we pro-
pose a tool designed as an Eclipse plugin (Section 5). Based
on the information system of a software project and the
set of rules, this tool checks the compliance of the project
with the good practices. Before concluding this paper, we
present some related work in Section 6.
In the following section we describe the main principles
of our approach.
2 Proposed approach
In [14], we proposed to formalize the link between non-
functional properties and their corresponding architectural
choices, in order to limit the effects of software aging [12].
Using a tool that checks, at every stage of a development,
the validity of the architectural choices, it is possible to
warn on the non-functional properties potentially affected.
By regulating possible actions in response to these warn-
ings, we have built a control system which contributes on
the one hand to updating the documentation and on the other
hand to checking the non regression of the system. We have
shown that this kind of validation significantly increases
the chance to reach a well-documented solution, complying
with the new requirements, while preserving the quality at-
tributes that should not be tampered with. Thus, we provide
a way to induce compliance with the good practice which
consists in ”systematically checking, during an evolution
process, the consistency of the software’s non-functional re-
quirements specification with its existing design”.
Our aim is to generalize this mode of automatic control
to other good practices described in the literature such as
those introduced by Lehman’s laws or those referenced in
models of maturity-level assessing, such as CMMI [3].
2.1 General architecture of the framework
Good practices specify a number of actions or measures
that improve the effectiveness of the evolution process. Ide-
ally, starting from a formal expression of good practices, we
should be able to automatically generate the code needed to
check their respect in the tools used to achieve the evolution.
To concretize this goal, we propose the following means
to software developers:
1. a language for documenting good practices they wish
to see implemented during an evolution process. This
documentation must be in a format that is indepen-
dent from any software project or an IDE (Integrated
Development Environment, just like a PIM (Platform-
Independent Model) in MDE (Model-Driving Engi-
neering).
2. a tool able to automatically translate or help in the
translation of these good practices in the context of
a given project or a tool. This translated documenta-
tion corresponds to a PSM (Platform-Specific Model
in MDE) of good practices.
3. Finally, a tool able to interpret the PSM good practices
and to introspect the current project and the IDE’s un-
derlying information system to check if it complies.
2.2 Mapping to a particular case
To experiment the proposed approach, we have taken the
following steps:
1. We have defined a metamodel, called SEMM (Soft-
ware Evolution MetaModel), which identifies the con-
cepts manipulated by the good practices defined by
Lehman [8] for the software evolution process. This
metamodel will be described in the next section. This
is the basis for writing rules of good practices regard-
less of any tool (PIM format).
2. We have described the rules of good practices as OCL
constraints on SEMM.
3. We have produced the metamodel of AlkoWeb1 devel-
opment tool which is used by our industrial partner.
This metamodel defines the concepts handled by the
project information system of AlkoWeb (model, view,
version, author, date, etc.).
4. We have translated the constraints written on the ba-
sis of SEMM to their equivalents in AlkoWeb’s meta-
model.
5. We have developed an Eclipse plugin, called SEGPE,
which checks the compliance with these rules of the
evolution of a design defined with AlkoWeb.
6. Finally, we have used SEGPE on a particular project.
In the following, we present SEMM, examples of con-
straints corresponding to the rules of good practices writ-
ten on this metamodel, the tool developed for writing and
checking these constraints, and an experimentation made
on a concrete project.
3 Domain Metamodel
An important step towards the automation of the good
practices is to specify the relations between various con-
cepts in software engineering (software, process, activity,
quality, etc.). We do this by defining a metamodel (SEMM)
for this domain. As described in Section 2, a set of con-
cepts was constructed. These concepts form the entities of
the metamodel and are represented as metaclasses. As the
concepts were classified according to the context to which
they are addressed, the complete metamodel was subdivided
in two parts. Each part covers a particular aspect of the do-
main.
Figures 1 and 2 represent the different parts (aspects dis-
cussed above) of the domain metamodel. Assembled, they
represent a complete illustration of SEMM. Each aspect is
discussed in the following sub-sections.
1This tool is briefly described in section 5.
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3.1 Software Product Aspect
In figure 1, the metamodel represents a software prod-
uct as a non-empty set of artifacts. A software and an ar-
tifact are considered as versionable entities, having thus a
name and a number. A versionable entity can be releasable
or not. It becomes a releasable entity when some major
changes are made throughout several versions. It has a date
meta-attribute (lastModified), which corresponds to the date
when the software entity has been versioned (the date of a
commit in an SVN system, for example). The increment
represents the modifications made on the software or on one
of its artifacts since the last version. Given a versionable en-
tity, we can navigate in this metamodel to the previous or the
following versionable entities. In SEMM, Artifact is an
abstract class. The concrete concept here is Document.
A document can be formal (formal specification document,
architecture design document, source code, ...) or informal
(informal non-functional requirements specification, source
code documentation, ...).
To a given artifact is associated one or several quality
characteristics. These characteristics have the same seman-
tics as in the ISO 9126 standard2. Each characteristic (reli-
ability, portability, maintainability, ...) can be externally or
internally visible. It has several sub-characteristics. These
are measured by the means of metrics. Each named metric
is defined by a formula which is used for its evaluation. A
values range can be specified for a given metric. It repre-
sents the context-free acceptable values for the metric.
2Software engineering – Product quality – Part 1: Quality
model. The International Organization for Standardization Website:
http://www.iso.org/iso/iso catalogue/catalogue tc/catalogue detail.htm?csnumber=22749
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3.2 Software Process Aspect
Figure 2 shows the software process part of SEMM. The
Artifact metaclass is the common class between the two
parts of the metamodel (the process and the product parts).
In this part of the metamodel, this concept is seen as a dy-
namic entity which is managed within some software ac-
tions. In SEMM, we abstract three distinct levels of granu-
larity for actions where artifacts are managed. A Process is
a set of ordered elements of type Stage and a Stage is a set of
ordered elements of type Activity. A process in this meta-
model is named and has a kind. It can be a development,
a maintenance or an evolution process. A stage (part of a
software process) is named and can be of different kinds:
specification, design, implementation, testing (for software
development process), servicing and phase-out (for evolu-
tion process), and software comprehension and regression
testing (for maintenance process). An activity is the most
atomic action. It represents the low-level operations per-
formed within a software stage (see Figure 2).
Starting from each activity, we can get the eventual pre-
vious or following activity. An activity is characterized by
a beginning date, where it can consume several artifacts,
and an end date, where it produces one or several artifacts.
A stakeholder like a project manager, a customer or a de-
veloper can participate in one or several activities. During
her/his implication in an activity, a stakeholder can make
some assumptions. Each assumption is named, has a con-
tent and a validation date. Different stakeholders can be re-
sponsible for the validation of assumptions made on some
artifacts.
3
4 Expression of Constraints
We associated to SEMM a set of constraints. These con-
straints correspond to formal expressions of the rules rep-
resenting the good practices of software evolution, usually
expressed in the natural language. First, we briefly intro-
duce the constraint language used in this work. We illustrate
then two examples of constraints defined with this language
upon the metamodel presented previously.
4.1 Constraint Language: OCL
As stated at the beginning of this paper, the constraint
language used for formalizing software evolution good
practices is the OMG’s Object Constraint Language. The
choice of this language is motivated by its simplicity and
the presence of reliable support tools. OCL is a first or-
der logic language which allows, in a declarative way, the
description of expressions representing constraints for pre-
cising the semantics of UML models. In our approach,
these constraints have as a context an element in the do-
main metamodel (SEMM). This means that the constraints
will be checked on all the models (software processes, soft-
ware artifacts, ....) instances of this metamodel.
4.2 Examples of PIM rules
In this subsection, we show how two examples of
Lehman’s evolution good practices are formalized using
OCL. The first good practice states that [8]:
”... modifications to the specification, as-
sumptions that accompany them and independent
assumptions may be recorded in user or other
documentation. ... (assumptions) must be con-
firmed as not being inconsistent with the specifi-
cation ... (records of changes to individual spec-
ifications record additions and changes to the as-
sumption set that underlie them.).”
This good practice, which is associated to the first evo-
lution law (Continuing Change) is specified in OCL as fol-
lows:
context Assumption inv:
self.concernedArtifacts->forAll(art |
art.lastModified < self.lastValidated)->isEmpty()
In the context of SEMM, this constraint stipulates that
each artifact attached to an assumption should have a date
of modification prior to the date of last validation of its as-
sociated assumption.
We introduce below another example of a good practice
defined in Lehman’s evolution laws:
”... monitor the number of user generated
fault reports per release to obtain a display of the
fault rate trend with time. A fitted trend line can
then indicate whether the rate is increasing ...”
In OCL and in a simplified form, we can describe this
rule, which is associated to the seventh law (Declining
Quality), as follows:
context Software inv:
self.artifact->select(a | a.isReleasable)
->oclAsType(Document)->select(doc |
doc.name=’ErrorReport’)->asSet()->size() <=
self.artifact.previous->select(a | a.isReleasable)
->oclAsType(Document)->select(doc |
doc.name=’ErrorReport’)->asSet()->size()
In this constraint, we query the collection of error (fault)
reports associated to two successive versions of releasable
artifacts. The size of these collections should decrease or be
constant.
4.3 PIM to PSM translation
Our choice of OCL was also motivated by the possibil-
ity offered by this language to express constraints as mod-
els that transformation languages, which are MOF QVT-
compliant [11], can handle. Thus, the transformation of
PIM constraints to their equivalent PSM ones becomes pos-
sible by using ATL3 or Kermeta4, for example.
We have formalized many rules of good practices, but
we noticed that some of them defined at PIM level have
no equivalent in PSM one. Examples include the following
rule which states that ”any documentation created must be
clear and comprehensible”:
context Software inv:
self.artifact-> oclAsType(Document)
->forAll(d|d.qualityCharacteristic
->exists(q|q.name = "Comprehensibility")
and d.qualityCharacteristic
->exists(q|q.name = "Clarity"))
As shown above, this constraint is easily expressed with
OCL on SEMM. However, it cannot be easily checked on
real-world IDEs, because existing tools’ information sys-
tems do not provide the necessary information for perform-
ing this task (quantifying comprehensibility and clarity). In
other words, concepts manipulated by this constraint have
no equivalent in the PSM metamodel. However, it is im-
portant to keep this kind of constraints at PIM level in case
of possible tools evolution in order to incorporate concepts
needed for their evaluation (possible definition in the future
of some metrics for measuring such quality characteristics
that are specific to the targeted tools).
3ATLAS Transformation Language: http://www.eclipse.org/m2m/atl/
4Kermeta, Triskell Metamodeling Kernel: http://www.kermeta.org/
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5 SEGPE : a tool to automate Good Practices
validation
In order to validate the approach presented in this paper,
we have implemented a tool named SEGPE (Software Evo-
lution Good Practices Evaluator). This tool is composed of
a set of plugins that are integrated in the Eclipse platform.
This platform has been chosen for several reasons : i) the
Eclipse community focuses researches concerning software
engineering and offers many frameworks for supporting and
promoting model-based development; ii) our team has al-
ready developed Eclipse plug-ins: AURES, an architecture
evolution assistant tool [14], and AlkoWeb-Builder, a tool
for component-based Web development [5].
AlkoWeb-Builder, built in a partnership project between
VALORIA laboratory (University of South-Brittany) and
Alkante5, has been linked with SEGPE. SEGPE has been
built as a plug-in, using two main frameworks provided by
the Eclipse platform : EMF (Eclipse Modeling Framework)
and MDT OCL (Model Development Tools - OCL).
5.1 SEGPE architecture
The metamodel discussed in this paper has been firstly
designed as an EMF Ecore metamodel (Ecore is an im-
plementation of the OMG’s MOF (Meta Object Facility)).
Then, using this Ecore metamodel, a plugin has been au-
tomatically generated, which allows to create and edit in-
stances of our metamodel. The way SEGPE has been
designed intends to preserve a low-coupling between the
metamodel and the plug-in itself. The metamodel can be
extended with no consequences on the plugin.
OCL constraints are defined at the metamodel level and
are directly incorporated in the meta-classes (Assumption,
Artifact, etc...). At this level, the constraints does only
need a syntactic validation, to check if they are grammat-
ically correct. When a developer wants to apply good prac-
tices on a real project, the plugin allows to create and edit
a model which conforms to SEMM. By creating model
objects, which are instances of the meta-classes, the con-
straints are automatically inherited from the metamodel. At
the model level, the context of an OCL constraint is given
by the model object the constraint is attached to. Although
the constraints are defined at the metamodel level, they are
in fact evaluated at the model level. The evaluation of the
constraints allows to check compliance of the project’s state
with the described rules.
The evaluation part of the tool has been designed as an-
other plugin which consists of two views. Good Practices
Contract: used to view the contract’s rules (inherited from
5Alkante is a company specialized in consulting and engineering in-
formation technology (Web, geographical and territorial information sys-
tems).
the metamodel) in the context of a model object. The view
allows to evaluate the contract (all its OCL constraints). It
is also possible to launch an evaluation on the whole model,
where all model object contracts will be evaluated. Good
Practices Report: this view is used to display a summary
each time a contract is evaluated.
5.2 Integration with AlkoWeb-Builder
In order to validate SEGPE on a real-world project, the
tool has been associated to AlkoWeb-Builder. AlkoWeb-
Builder allows to model a component-based Web applica-
tion by graphically composing hierarchical components. To
do so, we have translated the rules written using SEMM
into their equivalents in AlkoWeb metamodel. This transla-
tion was rather easy since the same concepts were present
on both metamodels. However, the translation has shown
some deficiencies in AlkoWeb metamodel. For example,
there were no links between artifacts and assumptions on
which they depend. This is important in order to check
some rules, such as the one presented in section 4. There-
fore, we believe that it is important to keep the rules written
with SEMM and then translate them into the targeted meta-
models. We can thus check the consistency of the targeted
metamodels towards the good practice rules.
6 Related Work
The good practices in software engineering aim at pro-
ducing rationally software, by decreasing for example their
complexity. Design patterns are a good example of such
practices which have as a goal the capitalization of the pro-
gramming know-how. Following the same philisophy, a
process pattern suggests a sequence of proven processes
that solves a frequently recurring problem [1]. They rep-
resent a way to enforce some good practices. This however
needs to be automated to prevent human errors. We pre-
ferred a solution based on constraints expressing declara-
tively good practices because, unlike the process patterns,
they can express all the space of acceptable solutions.
The reader can see many similarities between our meta-
models and OMG’s SPEM (Software Process Engineer-
ing Metamodel [9]). Indeed, SPEM is intended to meta-
model processes of software engineering (like Rational Uni-
fied Process), and this is what we partly aimed to do.
The main difference between the two kinds of metamod-
els is that SPEM is a standard for defining processes to
allow building standardized tools for managing (authoring
and customizing) processes, while the metamodels we pre-
sented aim at formalizing good practices of software evo-
lution. The metamodels presented in this paper are vol-
untarily simplified in order to facilitate the description of
constraints. Many abstract concepts present in SPEM are
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thus not present in these metamodels. This makes easier the
navigation in these metamodels for describing constraints.
Besides, our metamodels cover some aspects not treated
(voluntarily) by SPEM designers. Indeed in SPEM, project
management is not metamodeled. Authors of the SPEM
specification [9] affirm that this aspect does not meet their
concerns, and argue that this will make SPEM more com-
plex, because this standard wants to accommodate a wide
range of existing software development processes. In our
work, the software project management is an aspect which
is widely dealt with in the existing software evolution good
practices. Hence, we met the need to integrate it in SEMM.
7 Conclusion and Future Work
In this paper we presented a language, a method and a
tool to automate a kind of disciplined software evolution.
By disciplined evolution, we mean here a software main-
tenance that complies with some good practices. The pre-
sented approach is built upon two technologies whose ma-
turing is ever increasing, MOF metamodeling and the OCL
constraint language. OCL language has already proven its
usefulness in software maintenance [2]. We are convinced
that the precision granted by the formality of OCL comes
at a much lower cost than when using other formal specifi-
cation constructs. In addition MOF has become a de facto
metamodeling standard, and more people are expected to
master OCL and use it currently. The set of the formalized
good practices is not exhaustive but the approach is flexible
enough to be applied at all the good practices found in the
literature and practice. New specifications could be added
to the metamodel describing the new determined concepts.
The methodology presented in this paper helps: (a) to define
a formal specification of the good practices that were only
informally defined as well as expressing them in a check-
able form, (b) to ensure that there are no ambiguities on the
context under which the good practices are defined, (c) to
propose a library of good practices specifications in a for-
mat that can be used and validated by different stakeholders.
In the literature and the practice, there is no work ad-
dressing the formalization of software evolution good prac-
tices towards their automation. We are convinced that this is
a promising research field, and much work should be done
in order to be able to formalize as much as possible (and
thus automate the checking of) developers’ knowledge and
experience acquired while participating in software evolu-
tion tasks. The work presented in this paper is a contribution
in this direction based on simple and standard languages. It
targets the only known catalog of software evolution recom-
mendations: Lehman’s evolution laws.
As a perspective to this work on the conceptual level,
we plan to study other kinds of good practices and thus to
extend the existing domain metamodel and constraint set.
On the tool level, an interesting issue that has not been yet
explored is how to make a SEGPE model aware of the un-
derlying information system. For the moment, a model’s
artifact references a physical data (a Java class for example)
by its name, but this reference has to be done manually by
the person in charge of editing the model. So, what lacks
by now is to make a model’s artifact aware of any changes
of its referenced data. Even though this issue is not triv-
ial, some features provided by the Eclipse platform could
be used to keep a model up-to-date with its associated in-
formation system.
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