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Abstrakt 
Cílem této práce je vytvořit srovnání nejznámějších multimediálních frameworků podle 
podporovaných platforem, formátů a využití. Seznámit se s multimediálními frameworky a jejich 
knihovnami pro práci s multimédii. Konkrétně se jedná o Video for Windows, DirectShow, Media 
Foundation, FFmpeg, GStreamer, xine a QuickTime. Detailně popsat jak jednotlivé technologie fungují 






The aim of this work is to create a comparison of the most famous multimedia frameworks according 
to supported platforms, formats and usage. To familiarize with a multimedia frameworks and their 
libraries for work with multimedia. Concretely with Video for Windows, DirectShow, Media 
Foundation, FFmpeg, GStreamer, xine and QuickTime. Describe in detail, how separate technologies 
work including their architectures. Building web tutorial, where will apply theoretical knowledge 
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Tato technická zpráva je bakalářskou prací vypracovanou na FIT VUT v Brně. Jejím tématem je 
“Srovnání multimediálních frameworků“. Hlavní důraz je kladen na samotné porovnání konkrétních 
frameworků, ale kromě toho se čtenář ještě může seznámit s teoretickým úvodem do problematiky, aby 
porozuměl samotnému sdělení srovnání. Součástí práce je i tutoriál, který zasvětí zájemce do 
praktického využití vybraných frameworků.  
 Pro porozumění tématu, srovnání a vyhodnocení není pro člověka nezbytně nutné mít z této 
oblasti prerekvizitní znalosti, ačkoliv doporučeny jsou alespoň elementární znalosti používání a 
fungování počítače. Prerekvizitní znalosti týkající se programování, jsou nutností pouze v části 
věnované návodům, kde se čtenář může prakticky seznámit s využitím frameworků. V části tutoriálu 
člověk potřebuje mít zkušenosti s programováním, aby mohl převést teorii do praxe. Tento text lze tedy 
označit za učebně pomocný. Doufám, že bude vhodný pro zainteresované čtenáře, kteří si kladou otázky 
z oblasti multimediálních frameworků, zejména budoucí studenti. Bohužel na světě není mnoho kvalitní 
ucelené a odborné literatury zabývající multimediálními frameworky. Věřím tedy, že přispěji svou 
bakalářskou prací do veřejného fondu vědění. Protože je tohle pouze bakalářská práce a nikoliv 
encyklopedie, doporučuji nenalezené informace dohledat v dokumentacích konkrétních frameworků, z 
kterých jsem vydatně čerpal znalosti i pro tuto práci.  
 Zvolené téma bakalářské práce jsem si vybral, jelikož jsem se v minulosti nepřímo střetl s 
pojmy jako - kodek, komprese a dekomprese audia/videa/obrázku, mkv (a další nepřeberné množství 
multimediálních formátů) atd., ale nevěděl jsem, co tyto termíny znamenají v hlubším významu. 
Člověk je těmito pojmy dennodenně obklopen, aniž by věděl, o co vlastně jde. Prozření byl tedy můj 
ústřední záměr, ale dále mě inspirovala možnost vytvoření pomocného materiálu pro budoucí studenty 
předmětu Multimédia (MUL) a jiných. Na základě pochopení obsahu této zprávy se nabízí perspektivní 
vyhlídky, jako inspirace pro vytvoření nového frameworku, nebo doplňujících modulů. 
 Cílem práce je sice vyhodnocení porovnání frameworků, ale na cestě za tímto cílem má čtenář 
možnost pochopit, co to je multimediální framework, z čeho se skládá, s čím a jak se pracuje. V rámci 
poznání se dozvíme více o nejznámějších frameworcích: Video for Windows (2.1), DirectShow (2.2), 
Media Foundation (2.3), FFmpeg (2.4), GStreamer (2.5), Xine (2.6) a QuickTime (2.7). Pomocí 
programátorských znalostí si v tutoriálech sestavíme funkční přehrávače využívající frameworky. 
Poslední etapou práce budiž samotné srovnání frameworků a shrnutí jejich využití. 
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2 Multimediální framework 
Abychom mohli porozumět multimediálním frameworkům, o které v téhle práci jde především, je 
potřeba si vysvětlit význam některých pojmů, bez kterých se neobejdeme. V dílčích podkapitolách této 
kapitoly si představíme už konkrétní frameworky.  
Prvním pojmem se nabízí multimédia [1]. Co si pod termínem představit? Jak už výraz napovídá, 
je to integrace několika druhů médií do jednoho celku. Texty, grafika, audio, video, animace atd. Tyto 
druhy lze libovolně kombinovat a mluvíme tedy o multimédiích, například prezentaci s hudebním 
podkresem můžeme označit za multimediální prezentaci. Někdy se můžeme setkat s ne příliš přesným 
tvrzením, že CD/DVD disky jsou multimédia. Jsou to pouhé nosiče multimediálních dat. A CD/DVD 
mechaniky počítačů jsou tedy multimediální zařízení - hardware schopný číst multimediální obsah  
z nosičů, nebo naopak zapisovat na ně. Zařízení obsahující tyto mechaniky (př. počítač, stolní 
přehrávač, externí mechanika) nám lidem pomáhá docílit libovolné manipulace s daty tohoto druhu. 
Nejčastěji však běžným přehráním. 
Dostali jsme se k zařízením, schopnými pracovat s multimédii. Což nás přivádí k dalšímu výrazu, 
kterým je framework. Člověk pokud chce přehrát své DVD s filmem, využije služby svého stolního 
přehrávače a vyčká, než mu přehrávač film zobrazí na obrazovku. Pod tímto principem si hodně 
zjednodušeně lze představit, jak funguje framework. Je to prostředek, umožňující další práci se 
vstupními daty. Do příkladu s člověkem a DVD nyní zakomponujeme správné subjekty podílející se 
na procesu. Člověk je zde programátorem a stolním přehrávačem je framework. Framework je 
platforma obsahující například předdefinované třídy a funkce, které dál programátor může využít pro 
svoji aplikaci. Tuto sadu nástrojů programátor může využít ke zpracování vstupních dat, správu 
zařízení, komunikaci se systémem nebo spousty dalších možností.  Jistou podobnost má termín API (= 
application programming interface). Technicky vzato je ale API pouhou součástí frameworku. Jak nám 
název napovídá, framework je základní prostředek pro programování v určité oblasti a API už poskytuje 
konkrétní nástroj pro požadovaný úkon. Vývojářům šetří čas (tedy i peníze vynaložené do vývoje), 
jelikož nemusí všechny funkce vymýšlet a implementovat od začátku. Framework může obsahovat také 
další knihovny, kompilátory a celou řadu jiných nástrojů.  
Multimediální framework slouží programátorovi jako ucelený balík nástrojů pro práci s 
multimediálními soubory. Poskytuje provozní prostředí ke zpracování médií. V ideálním případě 
takové prostředí poskytuje zpracování multimediálních bloků odděleně od aplikace právě pomocí 
frameworku. Takovým oddělením docílíme tak, že zpracování dat proběhne časově nezávisle. Takto 
separovaný obsah může být implementován do vláken (anglicky threads). Z čehož plyne, že operace 
budou probíhat rychleji, protože procesy se budou provádět paralelně. V dnešní době, kdy jsou data 
obrovská (řády GB, TB), je kladen důraz na rychlé zpracování. Kromě rychlé práce s daty, by ideální 
framework měl umět pracovat také s novými formáty souborů. Tohle jsou hlavní kritéria, podle kterých 
si programátor zvolí na jakém frameworku postaví svoji aplikaci. Vývojář by měl také zohlednit, pro 
jakou cílovou platformu bude chtít vyvíjet. Ne všechny frameworky jsou podporované více operačními 
systémy (dále jen OS) zároveň. Některé jsou striktně omezené pro jeden OS, nebo v lepším případě 
jsou použitelné na jiném po překompilování. Na druhou stranu, i když tvůrci frameworku tvrdí, že jsou 
multiplatformní, programátor by tomu neměl bezhlavě věřit. Například užití QuickTime frameworku 
za záměrem vývoje aplikace pro Windows možné je, ale realizace může být značně spletitá. V takovém 
případě stojí za zvážení pro jakou cílovou skupinu uživatelů je aplikace tvořena. Vytvořené aplikace 
mohou být různé multimediální přehrávače, editory videí a audia, programy sloužící k 
videokonferencím, konvertovací nástroje a další. 
Nyní když jsme si uvedli abstraktně, co to multimediální framework je, k čemu je dobrý, pro 
koho je a s čím manipuluje, se podíváme podrobně, z čeho se skládá a jak funguje na hlubší úrovni. 
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Multimediální framework lze chápat jako černou skříňku. Framework programátorovi pomáhá zaměřit 
se čistě na vývoj aplikace, aniž by musel svůj kód aplikace optimalizovat pro konkrétní zařízení. Je 
samozřejmé, že vývojáři chtějí v drtivé většině svou aplikaci vyvinout pro nejširší publikum uživatelů, 
kvůli zvýšení zisků. Pokud se nejedná o aplikaci na míru konkrétnímu záměru. Aby tedy programátor 
nechodil po světě od potenciálního zákazníka k zákazníkovi a nemusel zjišťovat, co mají uživatelé za 
zařízení, tak použije framework, který tohle všechno řeší za něj. Hlavním záměrem je oddělit samotnou 
aplikaci od komplexností přenosů dat, hardwarových rozdílů nebo synchronizace. Většina 
multimediálních frameworků je navržená jako soustava modulů, které se označují filtry. Filtr lze chápat 
jako softwarovou komponentu v ucelené soustavě. Soustava filtrů označujeme jako graf filtrů, někdy 
také pipeline - konkrétní označení záleží na používaném frameworku a jakou dokumentací se řídíme. 
Aplikace využívající framework, při svém běhu může filtry spojovat dohromady, nebo libovolně 



















Obrázek 2.1: Graf filtrů v DirectShow 
Na výše ilustrovaném obrázku 2.1 je patrné, jak interaguje framework (v tomto případě 
konkrétně DirectShow) se svým okolím i uvnitř sebe. Aplikace používá dostupné příkazy frameworku, 
aby získala potřebná data. Multimediální soubory, se kterými framework pracuje, jsou zpracovány 
zdrojovými filtry ze souborového systému lokálně, nebo vzdáleně skrz internet. Dále na soubory 
framework aplikuje transformační filtry v podobně různých dekodérů, kodeků a jiných nástrojů sloužící 
pro manipulaci vstupních souborů. Jakmile jsou multimediální soubory v požadované podobě s 
žádanými vlastnostmi, procesní sekvenci framework ukončí renderovacími filtry, jejichž účel spočívá 
v přesměrování multimédií na výstup - např. vykreslení audio/video proudů do zvukové/grafické karty.  










Obrázek 2.2: Funkce demuxeru (AVI splitter) 
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Za pomoci obrázku 2.2 je vidět, jak jsou filtry k sobě zapojeny. Přípojné body (čtverečky), které 
jsou spojeny, se označují jako piny. Šipky napovídají směr toku dat mezi filtry. Samotné filtry dále 
můžeme dělit do kategorií podle toho, co nám umožňují s daty provést. Kromě výše zmíněných - 
zdrojových, transformačních a renderovacích, jsou dále rozdělovací (demuxery) a slučovací (muxery) 
filtry. Nyní zpět k příkladu přehrání AVI souboru. Prvním filtrem v systému je zdrojový. Jeho prací je 
pouhé generování dat do grafu filtrů ze vstupního souboru. Provádí to tak, že postupně porcuje soubor 
a posílá toky bytů dalšímu filtru za ním. Za vstupním filtrem se nachází rozdělovací filtr (AVI splitter 
tzn. demuxer), ten má za úkol rozdělit ze vstupního pinu příchozí tok dat na dva, a sice video a audio. 
Chápejme tento filtr jako další černou skříňku - víme co do něj pošleme a co očekáváme na jeho 
výstupu, ale nevíme, jak to uvnitř funguje. Za rozdělovacím filtrem následují transformační filtry 
v podobě dekomprimujících zařízení pro zpracování audia/videa. Jakmile transformační filtry dekódují 
data, odešlou je renderovacím filtrům. Renderovací filtry na konci celého cyklu přijímají toky dat a 
vizualizují je uživateli. Např. vykreslení video rámců skrze grafickou kartu na obrazovku, nebo poslání 
audio dat přes zvukovou kartu do reproduktorů. V příkladu není akorát druh slučovacích filtrů. Tento 
filtr funguje analogicky opačně od rozdělovacího. Tedy pozměníme-li si příklad, aby se AVI soubor 
nespustil uživateli, ale místo toho zapsal ve formátu MPEG-4 na disk, musíme po dekompresi proudu 
zavolat kompresi do cílového formátu, k čemuž slouží kodeky. Jakmile jsou naše proudy dat 
v požadovaném formátu, pošleme je z transformačních filtrů do slučovacího (muxer), který sjednotí 
proudy do tzv. kontejneru, a na místo renderování soubor uložíme na disk. 
Napříč rozdílnými frameworky lze narazit na několik odlišností v terminologii. Významy jsou 
v drtivé většině, ale velice podobné. Dříve jsem zmínil už výraz graf filtrů (anglicky filter graph). U 
konkurenčních projektů se zase můžeme setkat s označením řetězení (anglicky pipeline). Kromě 
obdobných názvů, jsou některé frameworky zase detailnější v popisech svých architektur. GStreamer 
místo označení pin pro přípojné body filtrů používá označení pad. Samotné filtry GStreamer chápe jako 
elementy a právem jsou považovány za jádro celého frameworku. Aby se elementy mohli použít, 
musíme je nejdříve zaobalit do pluginů. Plugin je obyčejný kus kódu, obvykle reprezentující sdílený 
objekt, nebo dynamicky linkovanou knihovnu. Pady elementu rozlišuje na vstupní a výstupní. Vstupní 
pad je sink a výstupní je source. Označení může klamat tím, že označuje source za výstup a ne vstup. 
U GStreameru je lepší chápat schéma toku dat ne po určitých filtrech, ale po tocích dat mezi filtry. Tj. 
source (zdrojový) pad je zdroj pro sink (vstupní) pad jiného filtru, není to zdroj dat pro samotný filtr, 
jak by se na první pohled mohlo zdát. Tedy pokud filtr není zapojen do smyčky, kdy si posílá data sám 














Obrázek 2.3: Architektura GStreameru  
Zůstaňme ještě chvíli u GStreameru a vysvětlíme si hlubší pohled na to, jak probíhá tok dat mezi 
elementy. GStreamer si proudy multimediálních dat naporcuje na pakety, které jsou následně předány 
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ze source padu jednoho elementu do sink padu druhého elementu. K držení takto porcovaných kousků 
dat slouží u GStreameru struktura GstMiniObject. Tato struktura v sobě nese přesné informace o 
tom, jakého typu jsou data přenášena a také počet prvků, které na objekt odkazují. Pokud tento počet 
klesne na nulu, objekt se zničí a paměť se uvolní. Přenášená data mohou být dvojího druhu. Data mohou 
být typu událost (anglicky event), nebo buffer. Buffery obsahují druh dat, kterému rozumějí oba spojené 
pady. Typicky rozsekané kousky audio, nebo video dat, které proudí mezi elementy. Kromě samotných 
dat, také nesou metadata definující přenášený obsah. Často to mohou být ukazatele na jeden či více 
objektů v GstMemory (objekty zapouzdřující úseky paměti), nebo časová razítka označující 
preferované zobrazení obsahu v bufferu. Oproti bufferům události obsahují informace o stavu proudu 
dat mezi dvěma spojenými pady. Událost je odeslána elementu jen v tom případě, kdy podporuje 
zadaný typ, jinak bude implicitně obsloužena automaticky jádrem (např. zahození, ignorování). 
Události typicky indikují stavy, kdy nastane konec datového proudu (anglicky end of media stream), 
upozornění na pročištění cache paměti, nebo i nastavení typu přenášených médií. Událost může 
obsahovat i podtyp informující o typu obsažené události, nebo jiný obsah události, což záleží na 
konkrétním druhu události. 
Buffery jsou schopné uchovávat datové pakety různých druhů v paměti. Nejčastější typ bufferu 
obsahuje paměť alokovanou funkcí malloc. Takové buffery jsou sice výhodné z pohledu práce 
programátora, ale obvykle nejsou rychlé, protože data často potřebují být kopírovány právě do bufferu. 
Mnoho elementů vytváří buffery, které odkazují do speciální paměti. Např. zdrojový element obvykle 
mapuje soubor do adresového místa aplikace a vytvoří buffery, které odkazují do adresního rozsahu. 
Takové buffery se chovají stejně jako výše zmíněný druh, jen s tím rozdílem, že mají jen čtecí oprávnění 
a také určí správný způsob uvolnění paměti. Elementy, které přijímají tyto buffery, nemusejí dále řešit 
zrušení odkazů. Existují však ještě další metody, jak elementu přiřadit buffer s určitou pamětí.  
Pro dosažení větších rychlostí má mnoho výstupních elementů zabudovanou podporu pro 
akcelerovací metody kopírování dat do hardware, nebo dokonce přímý přístup do zařízení. Příkladem 
takového elementu je ximagesink, který vytváří buffery obsahující XImages. Ve vhodném stavu je 
ximagesink schopný vykreslit obraz přímo na obrazovku, na místo toho, aby nejdřív data kopíroval do 
XImages. 
Transformační filtry mají často možnost pracovat buď přímo v bufferu, nebo během kopírování 
dat mezi zdrojovým a cílovým bufferem. Ideální je implementovat oba algoritmy, poněvadž některé 
frameworky jsou schopné pro nejrychlejší zpracování sami zvolit vhodný algoritmus. Samozřejmě 
tohle platí pro vymezené filtry - elementy, které mají naprosto stejný formát na vstupních a výstupních 
padech. 
Nyní víme, jak multimediální framework pracuje a z jakých částí se skládá. Je podstatné uvést, 
že všechny frameworky mnou vybrané pro srovnání pracují velice podobně. Velký rozdíl vězí v 
terminologii, s kterými pracují oficiální dokumentace, ale princip grafu filtrů a řetězení jsou obdobné. 
Dalším důležitým rozdílem mezi frameworky je v úrovni abstrakce, nebo možnostmi 
komplementárnosti elementů. Těmito detaily se budu zabývat až v pokročilejších kapitolách této práce. 
Následující podkapitoly představí vybrané frameworky včetně jejich architektur. 
2.1 Video for Windows 
Video for Windows (dále jen VfW) [2] je multimediální framework vyvinutý společností Microsoft pro 
systémy Windows ke zpracování video dat. VfW bylo představeno v roce 1992 jako bezplatný doplněk 
pro Windows 3.1. Později už bylo VfW integrováno do Windows 95 a novějších. Pro menší dobové 
srovnání, tehdy OS Windows 3.1 byl v 16-bitové verzi a dnes jsou běžné 64-bitové verze OS. Microsoft 
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tehdy reagoval na konkurenční framework QuickTime vytvořený společností Apple pro svoji platformu 
Macintosh. Dnes je VfW nahrazeno novějším DirectShow. VfW má tři klíčové aspekty:  
 podporu AVI (Audio Video Interleave), kontejnerový souborový formát schopný uložit 
digitální video se zvukem 
 API zaměřeno na přehrávání souborů 
 poskytuje funkce i pro zachytávání videa 
Framework umožňuje dělat jen několik jednoduchých operací. Ve své základní verzi je schopný 
pracovat pouze se soubory AVI. K manipulaci s těmito soubory se používá knihovna AVIFile. Aby se 
data mohla posílat mezi komponenty frameworku, použijeme AVIStream funkce. 
AVIFileInit   
- inicializuje knihovnu AVIFile 
AVIExit  
- ukončí práci s knihovnou AVIFile 
AVIFileOpen  
- otevře soubor AVI 
AVIFileRelease  
- uzavře AVI soubor 
AVIFileGetStream  
- funkce vrátí adresu proudu uvnitř AVI souboru 
AVIStreamRelease  
- uzavře proud 
AVIFileInfo  
- získání informací o souboru 
AVIStreamInfo  
- získá informace o proudu 
AVIStreamReadFormat  
- obstará informace o formátu proudu 
AVIStreamGetFrameOpen 
- nachystá dekompresi video snímků z daného proudu 
AVIStreamGetFrame 
- vrátí adresu dekomprimovaného snímku 
O zpracovávání videa např. komprese a dekomprese se stará Video Compression Manager 
(VCM). Podobně jako VCM zde existuje i Audio Compression Manager (ACM). Pro používání VCM 
je potřeba mít znalosti o bitmapách a znát potřebné struktury. 
AVISTREAMINFO 
- naplní se informacemi o daném proudu po zavolání funkce AVIStreamInfo 
BITMAPINFOHEADER 
- obsahuje spoustu informací o bitmapě 
V dokumentaci pro VfW naleznete kompletní seznamy funkcí, struktur a maker. Tento výtah je 
však klíčový pro vytvoření jednoduchého přehrávače. Podrobnější postup pro jeho tvorbu naleznete 
v tutoriálové části práce. 
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2.2 DirectShow 
Jak již bylo výše řečeno, DirectShow (dále jen DS) [3] je označen jako nástupce VfW. Také tento 
framework byl vyvinut společností Microsoft pro platformy Windows. DS podporuje širší škálu 
formátů dat, i když ve svých počátcích nově podporované formáty té doby uměl pouze dekódovat. 
Rozšířil podporu pro zachytávání dat z digitálních i analogových zařízení. Dokonce umí automaticky 
detekovat hardware akcelerátory, pokud jsou v zařízení a využít je. Framework DS byl navržen pro 
programovací jazyk C++ a založen na COM (Component Object Model) objektech. Pro využití do 
vlastních aplikací programátor nemusí nutně rozumět COM, protože ve většině případů potřebné 
objekty jsou už vytvořené. Opačné tvrzení ovšem platí, pokud programátor potřebuje rozšířit 
funkcionalitu DS pro potřeby vlastní aplikace. Řadu procesů DS zjednodušil, např. přehrávání, 
konverze formátů a zachytávání dat. Zároveň však poskytuje aplikacím přístup k elementárním prvkům 
frameworku. Vývojáři si mohou vytvořit vlastní komponenty DS rozšiřující funkčnost, nebo efektivitu 
např. podporu nových formátů. Nabízí se velká spousta druhů aplikací, které mohou být pomocí DS 
vytvořeny, kromě běžného přehrávače např. konvertor formátů souborů, audio-video nahrávací 
aplikace, kodéry a dekodéry atd. 
Architekturu DS jsem už vysvětlil a znázornil výše na obrázku 2.1. Využívá se zde zřetězení 
filtrů tzv. filtr grafů. Přípojné body filtrů se zde nazývají piny. Právě graf filtrů byl revolučním počinem 
tohoto frameworku. Umožňuje totiž aplikaci naprostou kontrolu nad tokem dat a použít libovolné filtry. 
Součástí DS je vysokoúrovňová komponenta Filter Graph Manager (dále jen FGM), která řídí filtry. 
Dalším jejím využitím je, že umožňuje aplikaci stavěné na frameworku vytvořit graf filtrů. Jakmile je 
graf filtrů hotový, stačí spustit či zastavit a proces se provede. Postup pro vytvoření aplikace na DS je 
následující: 
1. Aplikace vytvoří instanci FGM. 
2. FGM pomůže aplikaci vytvořit graf filtrů (přesné složení filtrů záleží na aplikaci). 
3. Díky FGM ovládá aplikace graf filtrů a proud dat skrze filtry. 
Pro vytvoření jednoduchého přehrávače poslouží následující funkce: 
CoInitialize 
- inicializuje COM knihovnu 
CoCreateInstance 
- pomůže vytvořit filtr grafů 
CoUnitialize 
- zavře COM knihovnu 
Rozhraní: 
IGraphBuilder 
- pomáhá sestavit graf filtrů, spojit piny, přidat filtr 
IMediaControl 
- poskytuje metody pro řízení toku dat (spustit, zastavit, pozastavit) 
IMediaEvent 
- metody umožňující získat oznámení o události z grafu filtrů (např. čekání na dokončení) 
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2.3 Media Foundation 
Dalším frameworkem z dílny Microsoftu je i Media Foundation (dále jen MF) [4] a byl představen jako 
náhrada za DS ve Windows Vista. Hlavní rysy přetrvaly právě z DS. Framework je postaven na COM 
objektech a opět je hlavní princip postaven na grafu filtrů. 
Jednou z vylepšení v MF je opět lepší podpora formátů. Časem se MF vylepšovalo, co se týče 
škály podporovaných formátů. Při vydání Vist v nich sice MF už mělo implementován audio/video graf 
filtrů (anglicky pipeline), ale na úkor omezené podpory souborových formátů a kontejnerů. To mělo 
bohužel za následek návrat vývojářů ke staršímu DS. Ve Windows 7 už byl tento nedostatek značně 
napraven. 
Druhým vylepšením se stala větší podpora hardwarových zařízení. Např. webkamery, audio 
nahrávací zařízení, hardwarové (de)kodéry, nebo video procesory. Videa jsou rychleji překódovány 
hardwarovými kodeky. Aplikace mohou překódovat soubor na pozadí procesu, ještě před přesunem do 
zařízení. A to právě díky použití hardwarových kodérů. Například si představme program, který může 
přesunout video soubor o formátu MPEG do mobilního telefonu, který je schopný přehrát pouze video 
soubory s formátem 3GP.  
Třetím vylepšením můžeme označit zjednodušený programovací model, i když opět se to 
vylepšení vztahuje spíše k období vydání Windows 7. Ve Windows Vista bylo API nízko úrovňové, 
což mělo za následek, že sice API bylo flexibilní, ale pro jednoduchý úkon příliš komplexní. Až 
s příchodem Windows 7 se API stalo vysoko úrovňové a vývoj multimediálních aplikací v C++ bylo 
snazší. Vývojář si může zvolit co je pro něj vhodnější, či pohodlnější. 
Dalším vylepšením je nesporně větší spolupráce s OS (hlavně Windows 7 a novější). Snížení 
energetické spotřeby a využití video paměti. Nebo nové API DXVA-HD (DirectX Video Acceleration 
High Definition) pro hardwarově akcelerované zpracování videa, které je vhodnější zejména pro video 
formáty s vysokým rozlišením.  
MF poskytuje dva rozdílné programovací modely. Architektura prvního modelu je až na 
terminologii identická. Aplikace využívá Media Session k tomu, aby řídilo řetězení grafu filtrů. Filtry 
jsou zde značeny jako Media Source (načte vstup), Media Foundation Transforms (dále MFT; 










Obrázek 2.4: Media Foundation použití prvního modelu s Media Session 
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Media Session zde zastává pozici FGM z DirectShow. Je zde však podstatný rozdíl v toku dat. V DS 
šel tok dat přímo z filtru do filtru přes propojené piny. Zde tok dat proudí přes Media Session. Druhý 
model nabízí především výhodu, pokud je potřeba data jakkoliv zpracovat, protože má přímý přístup 










Obrázek 2.5: Media Foundation použití druhého modelu s přímým přístupem aplikace do toku dat 
Samozřejmě je jen na vývojáři jestli použije více transformačních filtrů a v jakém pořadí za sebou 
(MFT, kodéry, dekodéry). 
Novým prvkem je objekt topologie. Pomocí něj může Media Session řídit tok dat. Topologie je 
složená z uzlů. Rozlišujeme čtyři druhy uzlu. Jsou jimi zdrojový uzel (reprezentuje Media Source), 
transformační uzel (představuje MFT), výstupní uzel (symbolizuje Media Sink) a tee uzel (je výjimkou, 
protože nepředstavuje žádný objekt grafu filtrů; jeho úkolem je naklonovat proud dat). Jak taková 
topologie funguje a jak je provázaná se zbytkem, je znázorněno na obrázku 2.6. 
Media Source Media Sink
MFT
topologie
zdrojový uzel výstupní uzeltransformační uzel
tok médií tok médií
 
Obrázek 2.6: Schéma topologie frameworku Media Foundation 
Media Session na obrázku 2.6 není zobrazena, ale lze si ji domyslet nad topologií. Topologie je totiž se 
svými uzly mezičlánkem na cestě k filtrům, o kterých by Media Session bez topologie nemělo tušení. 
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Mezi uzly proudí data. Pokud jsou dva uzly mezi sebou spojeny, označujeme toho, co produkuje data 
druhému upstream (odchozí) a uzel přijímací data downstream (příchozí). Z předchozího obrázku 
můžeme označit zdrojový uzel za upstream a transformační uzel za downstream. 
Platforma MF přináší API s prvky, které jsou nutností i v jiných frameworcích. Jedná se o 
informace o objektech, typy médií definující formát proudů, buffery s pakety dat, nebo kontejnery pro 
mediální buffery. Pro sestrojení jednoduchého přehrávače v MF se budou hodit následující funkce: 
MFStartup 
- inicializace Media Foundation 
MFCreateMediaSession 
- vytvoří Media Session v aplikačním procesu (zasílání zpráv o událostech) 
MFCreateSourceResolver 
- vytvoří Source Resolver, který se používá ke stvoření Media Source 
MFCreateTopology 
- vytvoří objekt topologie 
MFCreateSourceResolver 
- vytvoří Source Resolver, který se používá ke stvoření Media Source 
MFShutdown 
- ukončí práci s MF 
Rozhraní: 
IMFPresentationDescriptor 
- obsahuje informace o počtu proudů 
IMFMediaSession 
- poskytuje řízené přehrávání; obsahuje metodu pro spojení topologie s Media Session 
IMFMediaEventGenerator 
- obdrží zprávu o události od každého objektu MF, který něco provádí 
IMFMediaSink 
- rozhraní nápomocné pro manipulaci se zpracovaným výstupem 
IMFMediaSource 
- obsahuje metody pro ovládání Media Source a získání informací 
2.4 FFmpeg 
Nyní opustíme frameworky z rodiny Microsoft a podíváme se na FFmpeg [5]. Jedná se o open-source 
framework vyvíjen původně pro Linux, ale lze jej zkompilovat pro většinu nejpoužívanějších OS 
(Microsoft Windows, Mac OS X, Linux, BSD, Solaris atd.). Podporuje jak starší multimediální 
formáty, tak i ty nejnovější. Obsahuje knihovny s API, jež mohou být použity aplikacemi. Kromě těchto 
prostředků pro vývojáře, FFmpeg nabízí přímo spustitelné programy ffmpeg, ffserver, ffplay a ffprobe. 
Největší síla frameworku tkví v jeho kompletnosti. Obsahuje totiž všechny dostupné kodeky a filtry. 
Nemusíme jednotlivé komponenty instalovat. Spousta známých přehrávačů je na něm postavena a 
některé frameworky dokonce umožňují spolupráci s FFmpeg částmi. Na druhou stranu není tolik 
robustný jako jiné frameworky (DirectShow, Media Foundation, QuickTime). 
Architektura FFmpeg nenabízí takovou volnost jako graf filtrů u DirectShow. Na obrázku 2.7 je 
zobrazeno zřetězení bloků, která provedou překódování souboru (tzv. konverze). Na tomto schématu 
je postaven nástroj ffmpeg využívaný právě pro konvertování souborů. Postupně vstupní filtr FFmpegu 
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soubor rozdělí na datové pakety v rozdělovacím filtru (demux), následně pakety podle příslušného 
kodeku dekóduje na rámce. Dále pokračuje analogicky opačným postupem, pomocí jiného kodeku 













Obrázek 2.7: Jádro konvertovacího procesu v ffmpegu 
Pro vytvoření základního přehrávače jsou klíčové tyto funkce: 
av_register_all 
- registruje všechny dostupné kodeky 
avformat_open_input 
- umožní otevřít multimediální soubor 
avformat_find_stream_info 
- vyhledá mediální proud a získá o něm informace  
av_dump_format 
- debuggovací funkce, která vypíše informace o datech na standartní chybový výstup 
avcodec_find_decoder 
- nalezne potřebný kodek pro dekódování 
avcodec_alloc_context3 
- alokuje místo pro data 
avcodec_copy_context 
- kopíruje data  
avcodec_open2 
- inicializuje použití daného kodeku 
av_frame_alloc 
- alokace snímku; následné uvolnění díky av_frame_free 
avpicture_get_size 
- vypočítá, kolik bytů bude potřeba pro obrázek 
av_read_frame 
- vrátí další frame z proudu 
avcodec_decode_video2 
- dekóduje video frame z bufferu na obrázek 
sws_scale 
- změní rozměry 
avcodec_close 
- zavře kodeky 
avformat_close_input 




- obsahuje informace o formátu obsahu dat; jak vstupní, tak výstupní 
AVCodecContext 
- informace o obsahu dat, potřebné pro dekódování 
AVFrame 
- definuje dekódovaná data; obsah záleží na kodeku 
Jádro přehrávače (viz obrázek 2.8) vypadá jako smyčka, kdy se postupně dekódují snímky z datového 
toku. Vývojář se musí postarat před dekódováním o alokaci paměti a inicializaci kodeku. Jakmile 
smyčka narazí na konec datového toku, alokované místo a prostředky se uvolní a proces končí.  
2.5 GStreamer 
Obdobně jako FFmpeg je i GStreamer [6] open-source multimediální framework, který je zároveň 
multiplatformní. Byl napsán v jazyce C a založen na objektovém systému GObject (taktéž Glib). 
Architektura frameworku je založena na grafu filtrů. Jako ostatní frameworky taktéž GStreamer 
umožňuje programátorům vytvořit nejrůznější druhy aplikací streamující multimediální toky dat.  
 Do jisté míry se GStreamer inspiroval od DS. Návrh grafu filtrů byl vytvořen tak, aby měl 
malou režii nad tím, co aplikované filtry skutečně potřebují. Právě to je nepostradatelné pro tvorbu 
moderních aplikací, které kladou důraz na výkon a redukci zpoždění. Samozřejmostí je podpora široké 
palety formátů souborů. Hlavní síla GStreameru tkví v jeho pluginových možnostech. Pluginy (tj. 
přídavné komponenty) je možné používat odděleně, nebo je slučovat do nejrůznějších grafů filtrů. 
Výsledný graf filtrů definuje tok dat. Pluginy poskytují rozšiřující funkcionalitu vývojářům, např. 
v podobě kodeků, speciálních filtrů a dekodérů. Díky tomu je možné plnohodnotně zacházet s 
multimédii. Hlavním smyslem GStreameru je tedy poskytnout framework pro pluginy, tok dat, 
synchronizace a manipulaci s multimediálními formáty. 
Architekturu frameworku včetně terminologie jsem představil v úvodní části této kapitoly 
doprovozeno obrázkem 2.3. Proto již pouze představím klíčové funkce: 
gst_init 
- inicializace GStreamer knihovny 
gst_parse_launch 
- sestaví novou pipeline, nebo gst_pipeline_new 
gst_element_set_state 
- nastaví stav elementu (spustit, zastavit) 
gst_element_link_pads 
- propojí elementy přes zadané pady 
gst_element_get_bus 
- vrátí elementu zprávu ze sběrnice 
gst_bus_timed_pop_filtered 
- získá zprávu ze sběrnice; může nastavit čekání (např. čekej až bude konec toku dat) 
gst_object_unref 
- uvolnění prostředku 
gst_pipeline_get_bus 




- základní třída pro objektovou hierarchii GStreameru 
GstPipeline 
- nejvrchnější koš elementů; poskytuje řízení sběrnice a funkci hodin 
GstBus 
- asynchronní sběrnice zpráv 
GstElement 
- základní abstraktní třída pro všechny elementy v pipeline 
GstPad 
- objekt nesený elementy, který umožní spojení s jiným elementem 
2.6 Xine 
Nyní si představíme framework xine [7], jehož doménou je především Unix platforma. Oficiální 
výslovnost je [ksi:n], což si hodně lidí plete s [ksajn]. Xine se sice snaží být přenosný, čili 
multiplatformní, ale pro řadu systému je xine teprve ve vývoji, např. Windows, OpenBSD a jiné. Někdy 
se můžeme setkat s tvrzením, že xine je engine, např. vytvoří-li programátor přehrávač multimédií za 
pomocí xine enginu, bude to znamenat, že xine je jádrem přehrávače poskytující obsluhu pro danou 
aplikaci. Když si porovnáme, co vlastně znamená framework pro výslednou aplikaci, dojdeme 
k závěru, že se jedná ve výsledku o totéž. Z uvedeného příkladu můžeme vycítit hlavní směr xine. 
Využívá se především pro přehrávání dat.  
Jeho hlavními výhodami jsou výkonost, rozšiřitelnost a znovu použitelnost. Výkonost xine je 
doložena výraznou podporou práce s procesory (dále jen CPU). Všechny dekodéry xine jsou 
optimalizovány k využití MMX, MMXEXT, SSE, nebo 3DNOW! akceleraci. Na symetricky 
víceprocesorových systémech je velice přínosná více vláknová implementace aplikací. Data jsou 
přenášena efektivně skrze pluginy bez požadavku vytvářet paměťové kopie navíc. Další zmíněnou 
výhodou je rozšiřitelnost o pluginy. Pluginy jsou často dodávány i od třetích stran. Znovu použitelnost 
je třetí silnou stránkou xine. Funkce knihoven xine je možné volat z nejrůznějších aplikací a distribucí 
Unix. 
Architektura frameworku xine (viz. obrázek 2.8) [10] je rozprostřena do vrstev. Jsou dvě 
základní vrstvy. První je proudová, která se dále dělí na vstupní, demux, proud front a dekódovací. 
Druhá základní vrstva je výstupní. Z předchozího odstavce víme, že základními stavebními kameny 
frameworku jsou pluginy. Pluginy jsou rozmístěny právě do zmíněných vrstev. Vstupní a demux vrstvy 
obsahují stejně jmenující se pluginy. Vrstva proudu front jsou fronty pro video/audio a kromě toho i 
pole bufferů. Zpracování souborů má na starost demux plugin, který používá vstupní plugin k načtení 
do bufferů (z pole bufferů) a tyto buffery nesoucí datové pakety řadí do front. Následovně data putují 
do dekódovacích pluginů (audio, video a spu; spu zpracovává titulky jako bitmapy) ve stejnojmenné 
vrstvě. V též vrstvě se nachází metronom, který označí dekódované vzorky a snímky časovým razítkem 
a stará se o synchronizaci obou stop. Data dále putují a zároveň přecházejí do výstupní vrstvy (buffery 
už nejsou dále potřebné, tak se uvolní a vrátí do pole bufferů). Než doputují do výstupních pluginů, 
projdou postprocesingovými pluginy, které mohou aplikovat např. odstranění šumu, nebo barevné 
efekty. Jakmile jsou data ve výstupních pluginech, čeká se na hodiny metronomu, protože kontrolují 




































Obrázek 2.8: Architektura xine frameworku 
Jemný souhrn základních funkcí a struktur pro vytvoření přehrávače: 
xine_new 
- umožní vytvořit objekt a nahrát do něj konfiguraci xine pomocí 
xine_config_load 
xine_init 
- inicializuje xine knihovnu 
xine_exit 
- ukončí práci s knihovnou 
xine_open 
- pokusí se otevřít soubor a vlož 
xine_close 
- funkce pro uvolnění zdrojů, další takovou funkcí je xine_dispose 
xine_play 
- pokusí se spustit přehrání; spustí multimediální tok dat 
xine_stream_new 
- vytvoří tok dat; spojení proudové vrstvy a výstupní 
2.7 QuickTime 
Posledním představovaným frameworkem je QuickTime (dále jen QT) [8] a vzešel ze společnosti 
Apple. Lze jej označit za průkopníky společně s VfW. Zajímavá skutečnost oproti VfW od Microsoftu 
je, že QT je aktuální produkt ještě i v dnešní době. Jak bylo uvedeno v podkapitole věnované VfW, QT 
je výchozím prvkem zabudovaný v systémech Macintosh (a pozdějších Mac OS X a OS X), avšak je 
vyvinut také pro konkurenční Windows, což se opačně o VfW a novějších následovnících tvrdit nedá. 
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QT v sobě zahrnuje rozšíření pro operační systémy, API, souborový formát MOV, stejnojmenný 
přehrávač QT ActiveX a plugin pro prohlížeč. Tato multimediální architektura umí převážně stejné 
činnosti s multimediálními daty jako předešlé zmíněné frameworky: přehrávání, editování, 
import/export formátů, (de)komprese audia/videa, vrstvení nebo uspořádání prvků, vysílání přes síť, 
nebo internet taktéž v reálném čase. Čím by QT mohl oslovit jak vývojáře, tak běžné uživatele je 
manipulace s daty v časoprostoru - např. synchronizování dat podle časové posloupnosti. Jiní si mohou 
potrpět na tradici a dlouhodobém vývoji QT pod společností Apple.  
Společnost Apple v dubnu roku 2016 oficiálně přestala podporovat QuickTime pro Windows. 
Stalo se tak po avízu od společnosti Trend Micro. Oficiální stanovisko [9] je zveřejněno Úřadem 
domácí bezpečnosti Spojených států amerických. Bohužel následně s tímto faktem Apple stáhl veškeré 
materiály pro vývoj aplikací pro platformu Windows. V návaznosti na stažení dokumentací, jsem nebyl 
schopný sehnat oficiální zdroj, který by pojednával o detailnějších informacích API. Tedy jiné než pro 
platformu OS X.  
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3 Tutoriály 
Nyní se dostáváme do fáze, kde se bez programátorských znalostí čtenář neobejde, jelikož se zde 
budeme zabývat vývojem aplikací pomocí frameworků. Pokud čtenář nemá tyto prerekvizitní znalosti, 
může přeskočit tuhle kapitolu. Postupně projdeme frameworky a vyzkoušíme vytvořit základní 
programy pro práci s programy, tak aby si člověk mohl vyzkoušet elementární práci s různými 
platformami a frameworky. Součástí tutoriálů však nebudou jednotlivé postupy pro instalování a 
nastavování SDK (software development kit) frameworků, které jsou většinou nutné pro vývoj anebo 
spouštění aplikací využívající frameworky. Protože záleží především na vývojáři, jestli používá 
integrované vývojové prostředí (anglicky Integrated Development Environment, dále jen IDE), např. 
Microsoft Visual Studio, Eclipse, CodeBlocks. IDE, se musí většinou přenastavit pro potřeby 
frameworku, aby se zdrojový kód adekvátně zkompiloval a spustil. Postupy a problémy s nastavením 
se liší jak mezi odlišnými produkty, tak i ve verzích konkrétního IDE (zejména je to pravidlem u MS 
Visual Studia). Takové informace jsou vždy dostupné aktuální buď v dokumentacích patřičných 
frameworků, nebo podpoře používaného IDE.  
Jednotlivé tutoriály nejsou obsahem této tištěné zprávy, ale jako příloha práce na CD. Pro 
vytvoření webového tutoriálu jsem použil CSS framework Bootstrap, HTML5 a prvky Javascriptu. Aby 
se Vám tutoriály zobrazili korektně online, či offline, je vhodné mít ve webovém prohlížeči podporu 
pro javascript a mít tuto funkci zapnutou. Avšak i bez zapnuté podpory se tutoriály zobrazí. 
Tutoriály jsou na webu strukturovány podle názvů frameworků. Dále jsou popsány jednotlivé 
operace s ukázkou kódu, na kterých lze pochopit jednotlivé využití funkcí, metod, struktur a objektů 
frameworků. Výslednou aplikací u každého frameworku by měl být přehrávač. 
Upozorňuji, že jsem záměrně vynechal pasáže přesahující okruhy konkrétních frameworků. 
Konkrétně se jedná o použití knihoven, obsahující funkce pro vykreslování obrazu. Nejpoužívanějšími 
jsou OpenCV, DirectX, OpenGL a další.  
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4 Srovnání 
V této kapitole se zaměřím na srovnání různých aspektů vybraných frameworků. Porovnám je 
z hlediska systémové kompatibility, jaké všechny formáty aktuálně ve výchozích stavech podporují, 
zajímat by nás také měla šířka sady nástrojů s jejich funkcemi. Kromě předchozích hledisek, si 
všimneme, jaké jsou rozdíly mezi několika funkcemi, které vykonávají stejný, nebo podobný úkon.  
4.1 Průběh 
Srovnávání frameworků probíhalo v několika iteracích, kdy jsem se v každém cyklu zaměřil na odlišný 
cíl. Vycházel jsem převážně z údajů v oficiálních dokumentacích frameworků. Pokud to bylo důležité, 
nebo dokonce nevyhnutelné, teoretické poznatky jsem aplikoval do praxe. Vytvořené zdrojové kódy, 
které odrážely teorii, jsem tvořil na svém vlastním notebooku s následujícími parametry: 
Zařízení Lenovo Y570 
1. operační systém Microsoft Windows 10 Education, 64-bit 
2. operační systém Ubuntu 14.04 Trusty Tahr, 64-bit 
Procesor Intel Core i7-2670QM, 4 jádra, 2,2 GHz 
RAM paměť Patriot, 8 GB, DDR3, 1333 Hz 
Pevný disk WD, 750GB, 5400 otáček/min, 8 MB Cache 
Grafická karta NVIDIA GeForce GT555M 
Tabulka 4.1: Technické parametry notebooku 
Během vývoje, jsem pracoval na obou operačních systémech. Avšak k programování jsem 
výhradně používal Microsoft Windows platformu s IDE Microsoft Visual Studio 2015 verze 
Community. Paralelně s vývojem na Windows jsem využíval Linuxovou distribuci Ubuntu. Zde jsem 
vyvíjel ve svižném a odlehčeném IDE Geany verze 1.27. Bohužel jsem neměl prostředky na vývoj a 
získání zkušeností s frameworky na platformě OS X.  
4.2 Systémová kompatibilita 
Tato kapitola je zaměřena na srovnání operačních systémů. Kde je možné použít zmiňované 
frameworky. Kromě toho se taky zmíním o tom, co je potřeba provést v jednotlivých systémech, aby 
použití bylo vůbec možné.  
 VfW DS MF FFmpeg GStreamer xine QT 
Windows ano ano ano ano ano ano ano 
Linux ne ne ne ano ano ano ne 
OpenBSD ne ne ne ano ano ano ne 
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FreeBSD ne ne ne ano ano ano ne 
Solaris ne ne ne ano ano ano ne 
OS X ne ne ne ano ano ne ano 
iOS ne ne ne ano ano ne ne 
Android ne ne ne ne ano ne ne 
Symbian ne ne ne ne ano ne ne 
Tabulka 4.2: Systémová kompatibilita 
Frameworky Video for Windows (VfW), DirectShow (DS) a Media Foundation (MF) jsou 
vytvořeny a udržovány společností Microsoft. Microsoft tyto frameworky vyvinul pro manipulaci 
s multimédii striktně pro své operační systémy Windows. Bohužel kvůli tomuhle faktu nejsou 
frameworky použitelné na jiných systémech než právě Windows. Na druhou stranu pro uživatele 
Windows, kteří chtějí využít těchto frameworků ve svých aplikacích je tahle přímočarost výhodou. 
Všechny potřebné knihovny a hlavičkové soubory jsou součástí Windows SDK, nebo už jsou přímo 
obsaženy v operačním systému. Stačí tedy pouhé připojení požadovaných souborů ke zdrojovým 
kódům a vše může fungovat. Ve zmiňovaném SDK Microsoft postupem času přidal všechny tyto 
frameworky a spoustu dalších jiných nástrojů, které jsou už nad rámec naší problematiky.  
Po frameworcích zaměřené na Windows se dostáváme k frameworkům cílené na Unixové 
systémy. Prvním takovým je FFmpeg. Pro Windows jej lze také použít, ale až překompilovaný řadou 
nástrojů s přidruženými knihovnami. Lze jej též využít za pomocí programů MinGW, Cygwin, nebo 
MSVC. Poslední zmíněná možnost je nejsložitější pro nastavení použití FFmpegu a liší se podle použité 
verze MSVC. Proto ji zde vysvětlovat nebudu a pro zájemce je podrobný návod v oficiální dokumentaci 
FFmpegu. V systémech od společnosti Apple, tedy OS X a iOS je potřeba použít preprocesor GAS, 
které lze najít i s návodem v dokumentaci a Git repozitáři FFmpegu. Pro Linuxové a BSD distribuce je 
možné framework nainstalovat z oficiálních repozitářů, nebo stáhnout a doinstalovat pomocí GMake.  
Dalším frameworkem, který je původně tvořený pro Unixové systémy je GStreamer. Oproti 
FFmpegu má ještě širší podporu dalších operačních systémů. Přidává širší podporu o mobilní operační 
zařízení jako Android a Symbian. Použití je daleko prostější napříč všemi systémy. Linuxové distribuce 
většinou balíčky GStreameru obsahují a pokud ne, jsou snadno dohledatelné v repozitářích. Pro Ostatní 
podporované systémy jsou na oficiálním webu projektu GStreamer ke stažení instalační a binární 
soubory. 
Následuje framework, který je výhradně pro systémy z rodiny Unix. Mám nyní na mysli xine. 
Xine se dá použít v distribucích Linuxu, některých BSD systémech a Solarisu. Stejně tak jako u 
GStreameru, je možné, že bude xine od tvůrce distribuce obsažen v systému. Pokud ne, je dohledatelný 
v repozitářích, popř. jsou balíčky dostupné na webu projektu. Pro systém OS X je možné použít xine 
přes program Fink, který umožňuje fungování na této platformě Unix programům. Nativně však zde 
systémy firmy Apple nenaleznou. Obdobně jsou na tom aktuálně i další systémy včetně Windows. Xine 
je možné kompilovat s MinGW, CygWin, nebo MSVC jako FFmpeg. Vývojáři s pomocí veřejnosti 
však pracují na rozšířování pro další platformy. 
Poslední framework QuickTime podporuje systém ze své vlastní „dílny“ Apple, čímž je OS X. 
Kuriózní je, že QuickTime je možné použít na konkurenčních Windows, i když většina vývojářů by 
tuto volbu označilo za špatný vtip, protože použití QuickTime na Windows je spíše za trest (z 
vývojářského hlediska). Dále je zajímavé, že framework není vhodný ani pro mobilní zařízení iOS. 
Sjednocení multimediální podpory Apple pro své systémy OS X a iOS vyřešil až frameworkem AV 
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Foundation, které je relativně nové (nejmladší oproti všem výše zmíněným) a svoji úlohu plní pouze 
pro tyto dva systémy. 
4.3 Podpora formátů 
Téma mé bakalářské práce je zaměřená na práci s videem s využitím frameworků. Proto dalším 
porovnávacím faktorem se logicky nabízí podpora video formátů a kontejnerových souborů.  
Ještě než se pustím do dalšího porovnání, rád bych pro čtenáře vysvětlil, nebo zopakoval, k čemu 
jsou video formáty a kontejnerové soubory. Video formát je druh souboru, který obsahuje digitální 
video a je tak schopné být uchováno, přenášeno či manipulováno v zařízeních. Podle zvoleného formátu 
získá video určité vlastnosti. Jedním z faktorů pro výběr cílového kodeku je koprese. Komprese videa 
může být ztrátová, nebo bezeztrátová. Videa se kompresují, kvůli redukci velikosti a odstranění 
redundance. Výměnou za menší velikost musíme obětovat kvalitu výsledného obrazu. Komprimovat 
můžeme samozřejmě i zvuk. Do kompromisu mezi kvalitou a velikostí hrají svůj vliv i cena zpracování 
komprese i dekomprese a systémové požadavky. 
Druhým pojmem k vysvětlení v této podkapitole je multimediální kontejner. Kontejnerový 
soubor používáme k rozpoznání a prokládání odlišných typů dat. Stejně tak jako video formáty i 
kontejner může nabývat různých formátů. Podle formátů kontejneru opět může nabývat soubor jiných 
vlastností. Nejjednodušší kontejner může pojmout jen určitý počet konkrétních dat, např. jednu audio 
stopu a jednu video stopu. Kdežto dokonalejší a novější jsou schopné v sobě obsáhnout i několik takto 
odlišných stop, navíc přidat informace o kapitolách, různá meta data, nebo přiložit titulky. 
Pro lepší přehled o podporovaných formátech jsem vytvořil tabulku 4.3. Tabulka obsahuje 
podporované video formáty a multimediální kontejnery, se kterými jsou schopny frameworky pracovat 
ve výchozích stavech, bez rozšíření funkcionality pomocí modulů a pluginů. 
 VfW DS MF FFmpeg GStreamer xine QT 
AVI ano ano ano ano ano ano ano 
MPEG-1 ne ano ano ano ano ano ano 
MPEG-2 ne ano ano ano ano ano ano 
MPEG-4 ne ne ano ano ano ano ano 
H.264 ne ano ano ano ano ano ano 
H.265 ne ne ano ano ano ano ne 
ASF ne ano ano ano ano ano ne 
WMV ne ano ano ano ano ano ne 
MJPEG ne ano ano ano ano ano ano 
DV ne ano ano ano ano ano ano 
3GP ne ne ano ano ano ano ano 
MOV ne ne ano ano ano ano ano 
MXF ne ne ne ano ano ne ano 
Matroska ne ne ne ano ano ano ano 
Ogg ne ne ne ano ano ano ano 
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Tabulka 4.3: Přehled podporovaných formátů video souborů a kontejnerů 
Výše uvedenou tabulku 4.3 jsem neuvedl kompletní. Provedl jsem jednoduchý výtah těch 
nejběžnějších formátů, které pracují s videem jako takovým. Zejména u frameworků, které jsou 
zaměřeny na Linuxové prostředí, by seznam mohl být klidně i desetkrát detailnější, protože obsahuje 
rozšíření vytvořená veřejností. Dále bych v seznamu mohl rozlišit detailnější podporu formátů. Pro 
některé formáty jsou totiž vyvinuty kompresory a dekompresory, kdežto chybí přítomnost muxerů a 
demuxerů. Opět i tyto detaily jsem zde vynechal a pro zájemce je nejvhodnější vyhledat informace 
v dokumentacích a fórech, které se zabývají novými rozšířeními. Vývojové týmy zveřejňují na 
oficiálních webových stránkách aktuality k novým aktualizacím, které se vyplatí sledovat a je možné, 
že za nějaký uplynulý čas budou data v tabulce neaktuální. Zejména jedná-li se o frameworky aktivní 
s otevřeným vývojem. Definitivně konečný stav platí pro Video for Windows, DirectShow a 
QuickTime. Tyto frameworky už mají své novější zástupce (Media Foundation, AV Foundation). 
Jelikož součástí videa bývá ve většině případů i zvuková stopa, vytvořil jsem tabulku 4.4, kde je 
podobný souhrn podporovaných zvukových formátů jako u srovnání z tabulky 4.3 s formáty videa a 
kontejnerů. Formáty kontejnerů opakovat v tabulce nebudu, jelikož audio stopy jak jsem vysvětlil výše, 
mohou být právě součástí kontejneru s jinými daty (další audio stopy, video stopy, meta data, titulky 
atd.). 
 VfW DS MF FFmpeg GStreamer xine QT 
WMA ano ano ano ano ano ano ne 
MP3 ne ano ano ano ano ano ano 
AAC ne ano ano ano ano ano ano 
FLAC ne ne ne ano ano ano ne 
Tabulka 4.4: Přehled podporovaných audio formátů 
Při vypracování tabulky 4.4, jsem porovnal jen formáty, které se používají nejčastěji paralelně 
s video stopami. Pro zájemce využití frameworků směrem k hudební branži opět odkazuji na detailnější 
dokumentace. 
4.4 Obsah frameworků 
V této podkapitole bych rád představil příslušenství a porovnal bohatost frameworků. Je to totiž jedna 
z dalších kritérií, jež by člověk neměl opomenout při rozhodování. Některé frameworky jsou vyvinuty 
jen pro určitou funkci, nebo jsou tak staré, že se nestačili rozvinout a jejich vývoj už se ukončil. Takové 
frameworky budou mít minimální, nebo žádné příslušenství. Naopak v repertoáru máme frameworky, 
které číší bohatými nástroji. Často jsou tyto nástroje dobře udržované, aktualizované a komunita okolo 
projektu vydává i pro ně dodatečná rozšíření funkcionality. Z pohledu programátora, který si vybírá 
framework pro svoji budoucí aplikaci, je naprostou nezbytností API. Samozřejmě všech sedm 
frameworků, které jsem vybral do své práce svou API má. Nutno podotknout, že někdy díky příbuznosti 
programovacích jazyků (C a C++) a otevřenému softwaru (anglicky open source) se samotné 
frameworky i prolínají (např. GStreamer umí využívat části FFmpegu). 
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Pořadí frameworků v porovnání vybavení zde změním oproti předešlým postupům. Začnu 
chronologicky od frameworků, u kterých si myslím, že nabídku nástrojů kromě své API mají 
minimální. 
Prvním takovým softwarem je xine. Už v kapitole věnované xine jsem označil xine za engine a 
na příkladu jsem vysvětlil hlavní záměr. Xine je používán právě pro přehrávání. Lze využít API pro 
svůj vlastní přehrávač multimédií. Framework nabídne pouze: 
 Xine engine, jádro celého software zajišťující integritu celku, přenosy, synchronizace a 
další. 
 Pluginy pro vstupy a výstupy, demuxery, dekodéry, pluginy přidávající efekty zvuku a 
videu před posláním dat na výstup (např. ozvěna, ekvalizér, přehrávací režim picture-in-
picture). 
 Pluginy s grafickým uživatelským rozhraním (anglicky Graphic User Interface = GUI) 
postavené na xine enginu. 
V podobné situaci se nachází i framework Video For Windows. Ten má sice o něco víc co 
nabídnout ve svém frameworku, na druhou stranu je potřeba zdůraznit, že je technologicky zastaralý. 
Obsahuje následující: 
 Vlastní souborový formát AVI, tudíž obsahuje nativní podporu díky knihovně AVIFile. 
 Video Compression Manager (VCM) jádro celého frameworku umožňující práci 
s videem (komprese, dekomprese, posílání dat, vykreslování atd.). 
 Audio Compression Manager (ACM) umožňuje manipulaci se zvukem, podobně jako 
předchozí VCM. 
 Zachytávání a zpracování obrazu a zvuku pomocí knihovny AVICap. 
 DrawDib, obsahuje funkce pro zobrazování bitmap. 
 Ve Windows býval a stále je výchozím přehrávačem multimédií Windows Media Player, 
který používal VfW. Můžeme tedy říct, že je nám nabídnut elementární přehrávač 
schopný okamžitého přehrání souboru, bez nutnosti implementace a kompilace. 
DirectShow je na tom s výbavou ještě o něco málo lépe než VfW. Už jen kvůli tomu, že je DS 
zpětně kompatibilní a části VfW umí využít. Ve frameworku DS nalezneme: 
 Podpora pro zachytávání obrazu a zvuku z VfW a Windows Driver Model (WDM). 
 Grafický nástroj GraphEdit vhodný pro tvorbu a testování výsledného filtru grafů. 
 DVD Navigator, nástroj pro zjednodušení úkonů v C++. 
 Video Mixing Renderer (VMR) slouží k renderování. 
 K rekompresi AVI se mohou použít ACM a VCM z frameworku VfW, filtry DS a 
DirectX Media Objects (DMOs). 
 Přehrávač Windows Media Player v užívá funkcí frameworku DS. Čili i zde na platformě 
Windows můžeme čerpat elementární přehrávač. 
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Media Foundation vychází ze svého předchůdce DS. Některé prvky používá přímo, nebo převzal 
a upravil. MF se soustředí hlavně na větší podporu formátů a kodeků, zjednodušení API, větší 
hardwarovou podporu a akceleraci při zpracování. Nástrojově od DS toho moc nepřináší do nabídky 
nástrojů: 
 Částečná zpětná kompatibilita s DS a jeho filtry. 
 Media Session, jádro frameworku, kterým se výrazně odlišuje od DS. Umožňuje ovládat 
tok dat a řetězit jej dle potřeby.  
 Enhanced Video Renderer (EVR) vzešel z VMR, které se v DS staralo o renderování 
videa. Tuto funkci plní též, ale má lepší podporu pro časování a synchronizování. 
Využívá službu Multimedia Class Scheduler Service (MMCSS) pro zpracování 
multimédií v reálném čase bez trhání a blikání, což klade za nejvyšší prioritu. 
 Streaming Audio Renderer (SAR) je obdobou EVR, avšak pro renderování zvuku. 
 Protected Media Path (PMP) je nástroj umožňující přehrát chráněné soubory. 
 DXVA (DirectX Video Acceleration), API pro hardwarovou akceleraci zpracování videa. 
Ovšem nabízí zpětnou podporu i pro framework DS. 
 TopoEdit, pomůcka pro tvorbu a testování MF topologií. 
Nyní přejdeme k frameworku QuickTime, který je přibližně stejně starý jako předchozí VfW, 
jen s tím rozdílem, že QT je aktuálním frameworkem i po více než dvaceti letech. Nabídne nám tyto 
nástroje: 
 Vlastní souborový formát QuickTime Movie (MOV), podobně jako AVI je to formát 
kontejneru, který může obsahovat několik stop, nebo dokonce pouhý odkaz na stopu 
v jiném souboru. Stopy jsou uvnitř uspořádány do tzv. atomů 
 API komponenty obsluhující manipulaci s multimediálním obsahem. Jedná se o různé 
kompresory, ovladače přístupů dat, výměnu dat, efekty a filtry, vstupní a výstupní 
komponenty a spoustu dalších. 
 Movie Toolbox, používá se k inicializování QuickTime. 
 Image Compression Manager, slouží k dekompresi a kompresi obrazu. 
 Sequence Grabber, je framework pro komponenty zachytávající obraz a zvuk. 
 Streamující API, umožňující v reálném čase poslat, či přijmout multimediální proudy. 
 QuickTime VR, formát pro panoramatické snímky. 
 Sprite Toolbox a Wired Movies, nástroje pro animace. 
 SDK Quicktime obsahuje také stejnojmenný přehrávač. 
QuickTime už je framework, který je opravdu komplexní a má spousty nástrojů, které jsou opravdu 
velice efektivní a oproti konkurenci originální. Jeho výhody však nejvíce využijete přímo na systémech 
OS X. Výrobce totiž uvádí, že některé prvky se nepovedlo implementovat pro OS Windows. Realitě 
nepomáhá ani fakt, že Apple v dubnu roku 2016 oznámil ukončení podpory pro Windows. 
Pravděpodobně se tak děje kvůli mladšímu frameworku AV Foundation, který by měl nahradit QT. 
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Výbava frameworku GStreamer, je jednou z jeho nejsilnějších stránek. Elementy provádějící 
veškerou manipulaci se nacházejí buď přímo v API, nebo jsou dostupné v sadách pluginů. GStreamer 
má celkem tři kategorie těchto sad: 
 Good, balíček obsahuje kvalitní pluginy, dobře otestované a kvalitní. 
 Ugly, balíček s pluginy, které mají blízko do první jakostní skupiny, ale chybí např. 
důkladnější otestování. 
 Bad, obsahuje pluginy, které mohou vézt k problémům v distribucích. 
Kromě sad pluginů GStreamer poskytuje ve svém SDK nástroje: 
 Gst-launch umožňuje v příkazové řádce ověřit, zda zadaná pipeline pracuje jak má. 
 Gst-inspect je další program v příkazové řádce a umí vypsat informace o elementech a 
pluginech (záleží s jakými parametry je program spuštěn). 
 Gst-discover opět nástroj z příkazové řádky, kde jako parametr očekává URI adresu 
souboru, o kterém zjistí detailní informace. Vývojář po analýze může snadno vytvořit 
pipeline.  
Na závěr tohoto srovnání se podíváme na nástroje frameworku FFmpeg. Jeho nabídka má 
několik nástrojů, které jsou velice známé, rozšířené a používané. Použití těchto programů je snadné a 
efektivní. Stejně tak jako u GStreameru, jsou to aplikace vyvinuté pro příkazový řádek a v některých 
distribucích Linuxu mohou být ve výchozí výbavě systému. Jedná se o: 
 ffmpeg poskytuje rychlé konvertování mezi video a audio formáty; kromě převodu 
formátů nabízí i transformační úpravy, např. změnu velikosti snímku, nebo použití 
barevného filtru. 
 ffserver plní funkci streamujícího serveru zvuku i videa; podporuje vysílání jak ze 
souboru, tak živé přenosy. 
 ffplay je prostý multimediální přehrávač postavený právě na frameworku FFmpeg. 
 ffprobe pomáhá analyzovat multimediální proudy a člověku poskytne srozumitelné 
informace. 
Srdcem celého frameworku jsou knihovny libavutil, libavcodec, libavformat, libavdevice, libavfilter, 
libswscale a libswsresample. 
4.5 Použití programovacích jazyků 
Každý ze srovnávaných frameworků je napsaný v určitém programovacím jazyku. Už jsem zmínil, že 
jsou to jazyky buď C, nebo C++. Avšak některé frameworky, mají vyvinuty tzv. wrappery. Pomocí 
těchto nástrojů lze použít jiný programovací či skriptovací jazyk. Funguje to tak, že napsaná aplikace 
v jiném jazyce se spustí ve wrapperu a ten vytvoří podmínky pro používání frameworku. 
 VfW DS MF FFmpeg GStreamer xine QT 
C ne ne ne ano ano ano ano 
C++ ano ano ano ano ano ano ano 
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Python ne ne ne ne ano ano ne 
Perl ne ne ne ne ano ano ne 
Java ne ne ne ne ano ne ano 
Ruby ne ne ne ne ano ne ne 
Guile ne ne ne ne ano ne ne 
Vala ne ne ne ne ano ne ne 
Tabulka 4.5: Alternativy programovacích jazyků pro použití srovnávaných frameworků. 
Pro slovo wraper existuje další anglické synonymum binding. Umí taktéž rozšiřovat cizí API, tedy 
samozřejmě pokud je takový wrapper vytvořen. Např. pro lepší integraci do Qt aplikací (neplést 




5 Využití frameworků 
Konečně se dostáváme do cílové roviny a můžeme v této kapitole tedy shrnout a vyzdvihnout 
informace, které jsme se dozvěděli z kapitol předešlých. Hodit se nám budou nejen údaje z předešlé 
kapitoly 4, kde se provedlo porovnání mezi frameworky z různých úhlů pohledu, ale také údaje z tvorby 
přehrávačů (tutoriálová část). V neposlední řadě, také údaje o architekturách z druhé kapitoly.  
V práci jsem se nejvíce zaměřil na používání frameworků v oblasti videa. Zejména na vytvoření 
přehrávačů. Přehrávač videa může být jednoduchý. Co pouze otevře soubor a uživateli ho zpracuje a 
zobrazí. Jiné přehrávače mohou uživateli poskytnout takový komfort, že nemusí použít editovací 
programy a upravovat soubory po dekompresi těsně před zobrazením na obrazovce, nebo dokonce při 
zobrazování snímků na výstupu. Samozřejmostí by mělo být také používání titulků a jejich úprava. 
Bohužel ne všechny frameworky umožňují tyhle funkce.  
Nejméně dokonalé přehrávače jsou bezpochyby vytvořené pomocí Video for Windows. Tento 
software je již opravdu starý a dále se nevyvíjí ze strany výrobce Microsoft. Kdyby nebylo přídavných 
kodeků a nástrojů třetích stran, dovolím si konstatovat, že by na trhu nebyl už mnohem dřív. Fakt, že 
neobsahuje graf filtrů, nebo pipeline a má pevně danou strukturu tomu nepřispívá. Paradoxně tenhle 
nedostatek mu přidal pár let na výsluní, protože vývojáři na něj byli zvyklí a měli vytvořená rozšíření, 
kterými funkcionalitu posouvali dál. Ve výsledku mu jeho jednoduchost a přímočarost pomohla. I dnes 
to není špatná volba pro vývojáře, kteří chtějí vytvořit elementární přehrávač, nebo aplikaci na nahrání 
videa či vyfocení snímku z webkamery pro platformu Windows. Kdo ale touží po vytvoření mocného 
přehrávače, který je schopný během přehrávání videa transformovat zvuk, obraz či manipulovat 
s titulky, tomu bych rozhodně doporučil xine. Je to skvělý prostředek k dosažení cíle. Umí přehrát 
všechny moderní formáty a nenechá se zaleknout ani staršími formáty. Úpravu snímků či vzorků 
obstará postprocesingovým pluginem. Kromě operačních systémů OS X a mobilních platforem, je 
možné ho použít téměř kdekoliv. Framework je sice nízko úrovňový a psaný v programovacím jazyce 
C, ale je možné použít jiné vysoko úrovňové jazyky skrze wrappery. Technologicky je navíc mnohem 
vyspělejší. Unikátem je jeho pole bufferů a synchronizování pomocí metronomu. Paralelizování 
dekódovacích procesů ve vláknech a podpora hardwarové akcelerace ho předurčují na pozici šampiona 
mezi přehrávači. Ovšem to je jeho alfa a omega, nic víc nenabídne.  
Od jednoduchých frameworků pojďme hodnotit projekty, které jsou mnohem flexibilnější a 
komplexnější. Řeč navazuji na schopnost grafu filtrů, nebo také pipeline. Mezi frameworky schopné 
nabídnout tuto moc se řadí DirectShow, GStreamer, a Media Foundation. První jmenovaný byl v tomto 
ohledu revoluční. Microsoft přišel s novinkou, která umožnila datový tok měnit mezi filtry a tak se dalo 
začít jednodušeji konvertovat mezi formáty. Kromě konvertování se nabízí přímé transformování dat. 
Jeho smůla opět byla v nízké podpoře jiných formátů a opět rozšiřitelnost pouze na systémy Windows. 
Proto v tomhle ohledu získává na vrch GStreamer. Je možné jej využít na všech dnes nejvyužívanějších 
operačních systémech. Ve srovnání použití programovacích jazyků také jasně zvítězil. Díky podpoře 
experimentálních jazyků a kodeků je jasně indikující velká podpora i ze strany veřejnosti. Pokud tedy 
potřebujete framework s grafem filtrů a aby byl dostupný kdekoliv, GStreamer je skvělá volba. Abych 
jen nehanil software společnosti Microsoft, rád bych vyzdvihnul Media Foundation. V dnešní době, je 
to jejich nejaktuálnější framework a je též postavený na grafu filtr. Jeho koncept potěší hlavně ty, jež 
potřebují aplikaci, která má přímý přístup k datům v toku dat. Ušetří tím totiž prostředky a zdroje na 
přesouvání a kopírování bufferů. Hodit se může také použití topologií.  
Jedním z nejmocnějších frameworků je přesto FFmpeg. Je to důkaz toho, že i bez mocného grafu 
filtrů se dá hodně dokázat, když má vše ostatní na špičkové úrovni. Společně s GStreamerem vládnou 
porovnání podpory formátů. I když je to ryze framework stavěný v jazyce C a nemá podporu jiných 
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jazyků, ničemu to nevadí. Jeho univerzálnosti dekodérů a kodérů využívají i jiné frameworky. Právě 
v transformaci formátů mezi sebou vyniká nejlépe. Navíc uživatel nemusí stahovat, žádné další moduly, 
pluginy, filtry, nebo kodeky. Vše pohromadě v jednom balíčku  a ještě k tomu poslouží nástroje jako 
ffmpeg a ffplay. Schopné z příkazové řádky Linuxu okamžitě provést rychlé operace. 
Posledním frameworkem je QuickTime. Je těžké ho zhodnotit nyní v době, kdy je jeho vývoj 
doslova zmrazen, zejména pro jiné platformy než OS X. Zařadil jsem ho do srovnání, protože jsem byl 
zvědavý, jak dopadne v porovnáních s ostatními. Také jsem chtěl mít porovnání kompletně zastoupené 
po platformní stránce operačních systémů. Osobně si myslím, že je obrovská škoda, že QuickTime 
takhle skončil. Měl k dispozici stovky až tisíce doplňků, které šlo použít při práci s multimediálními 
daty. Škálu kodeků má též bohatou a navíc se s ním dalo programovat i v Javě. Z vývojářského hlediska 
je to potenciální možnost pouze v případě, že hodláte tvořit aplikaci pro OS X. Stojí za zvážení, jestli 
nezvolíte raději FFmpeg, nebo Gstreamer, ti na systémech od společnosti Apple také fungují. 
Doporučoval bych na systémech iOS a OS X použít spíše framework AV Foundation, který je přímým 
nástupcem QuickTime a nezbyl pro něj v této práci prostor.  
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6 Závěr 
Cílem této práce bylo vytvořit srovnání multimediálních frameworků. K dosáhnutí tohoto cíle bylo 
nutné vytvořit úvod do problematiky. Následně vysvětlit terminologii, architekturu technologií a 
poukázat na základní funkce pro tvorbu přehrávačů. Abych mohl vůbec porovnávat frameworky, musel 
jsem testovat a zkoušet vytvářet různé fragmenty kódů. Na těchto základech jsem poté byl schopný 
vytvořit základní tutoriály. Tutoriály jsem převedl do webové formy s responzivním vzhledem. V druhé 
polovině práce jsem prováděl srovnání frameworků Video for Windows, DirectShow, Media 
Foundation, FFmpeg, GStreamer, xine a QuickTime z různých hledisek. Na závěr jsem zhodnotil 
srovnání a vyvodil eventuální využití k různým účelům. 
Tento cíl byl naplněn a všechny potřebné informace jsou popsané v tomto dokumentu, nebo na 
přiloženém CD. 
Z výsledků srovnání vyplývá, že nejvhodnějším srovnávaným frameworkem pro přehrávání je 
xine, pro transformaci FFmpeg, Gstreamer a Media Foundation a nevhodným QuickTime. V dnešní 
době jsou technologicky nezajímavé Video for Windows a DirectShow. 
Práce mi poskytla nová zjištění a vědomosti, které se vyučují až na magisterském stupni. Jsem 
moc rád, že jsem se mohl podílet na rozšíření učebních materiálů pro budoucí studenty. 
V práci by ještě někdo mohl pokračovat tak, že by přidal srovnání frameworků podle výkonu, 
rozšířil  množství tutoriálů a obecně další frameworky ke srovnání. Největší potenciál vidím v navázání 
na tuto práci např. vytvořením nového frameworku specializovaného na určitý multimediální úkon. 
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