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Abstract: An added edge to a graph is called an inset edge. Predicting 𝑘 inset edges 
which minimize the average distance of a graph is known to be NP-Hard. When 𝑘	 = 	1 the complexity of the problem is polynomial. In this paper we further find 
the single inset edge(s) of a tree with the closest change on the average distance to 
a given input. To do that we may require the effect of each inset edge for the set 
of inset edges. For this, we propose an algorithm with the time complexity between 𝑂(𝑚) and 𝑂(𝑚√𝑚) and average of less than 𝑂(	𝑚. 𝑙𝑜𝑔(𝑚)), where 𝑚	stands for the 
number of possible inset edges. Then it takes up to 𝑂(𝑙𝑜𝑔(𝑚)) to find the target 
inset edges for a custom change on the average distance. Using theoretical tools, 
the algorithm strictly avoids recalculating the distances with no changes, after 
adding a new edge to a tree. Then reduces the time complexity of calculating 
remaining distances using some matrix tools which first introduced in [8] with one 
additional technique. This gives us a dynamic time complexity and absolutely 
depends on the input tree which is proportion to the Wiener index of the input tree. 
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Introduction: 
 
Average distance, degree distribution and clustering coefficient are the three most 
robust measures of network topology. The average distance of a graph is the 
average of distances between every pair of vertices with finite distances [2]. 
 ∗Corresponding author’s Email: khalife8@msu.edu 
A proper change on the average distance of a network after missing or forming a 
link is interesting for the researchers [3-5, 11]. The efficiency of mass transfer in a 
metabolic network can be judged by studying its average path length [6]. If we add 
a new edge to a graph, we call the added edge an inset edge. Predicting 𝑘 inset 
edges which minimize the average distance of a graph is an NP-Hard problem [13]. 
This faces us a big challenge to find an inset edge with a given change on the 
average distance. If we solve the problem for the trees, we might use it through a 
sampling using some random spanning trees of a graph. 
In this paper using some tools from [8] with one additional technique an algorithm 
is designed. In the algorithm we sort the effect (the difference between the average 
distance of a tree and the graph formed after adding an edge to the tree) of each 
inset edge for the set of inset edges of a tree. The algorithm in average is semi-
linear.  Note that a tree over 𝑛 vertices has !!"#!$ ≅ 𝑂(𝑛$)  inset edges which is the 
maximum possible inset edges among the set of 𝑛-vertex connected graphs.  
 
 
Definitions and Notations:  
For a graph 𝐺 and 𝑢, 𝑣 ∈ 𝑉(𝐺), 𝑑%(𝑢, 𝑣) denotes the distance between 𝑢	and 𝑣 which 
is the length of a shortest path between 𝑢 and 𝑣 if there is a path between them 
and is equal to infinity otherwise. Using this for 𝐴, 𝐵	 ⊆ 𝑉	(𝐺) let:  
𝑑%(𝐴, 𝐵) = 12 ; 𝑑% 	(𝑎, 𝑏).(',))	∈	-	×/  
Thus, the sum of distances between all pair of vertices is,  																																																																𝐷(𝐺) = 𝑑% 	?𝑉(𝐺), 𝑉(𝐺)@.																																																										(1)      
Therefore, the average distance of a graph is equal to 𝐴𝐷(𝐺) = 0(%)1   where 𝑃 stands 
for the number of pairs of vertices of 𝐺 with finite distances. When 𝐺 is connected, 𝑃 = ?|3(%)|$ @. 𝐷(𝐺) is known as Wiener index too [16]. 
In this work we analyze the possible effect of adding a new edge to the average 
distance of a given tree. For ease we may use 𝐷(𝐺) instead of 𝐴𝐷(𝐺).   
 
For a given graph 𝐺		 ≠ 		𝐾! (complete graph on 𝑛 vertices) and 𝑍 ⊆ 𝐸(𝐺), 𝐺4	 = 𝐺 +𝑍. Therefore, for a tree 𝑇 and	𝑥𝑦 ∈ 𝐸(𝑇5), 𝑇67	  is a unicyclic graph. As mentioned, 
we call the edge 𝑥𝑦 an inset edge. When we know the length of the cycle of 𝑇67	  is 𝑘 we indicate it by 𝑇867	 .  
 
Definition 1: For 𝐺4	  we define: 
 𝑫9( 𝑮𝒁	 ) = 	𝑫(𝑮) − 𝑫( 𝑮𝒁	 )|𝒁| , 
and  
 𝑨𝑫′( 𝑮𝒁	 ) = 	𝑨𝑫(𝑮) − 𝑨𝑫( 𝑮𝒁	 )|𝒁| . 
 
 
Note that for  𝑇,"#	 |𝑍| = |{𝑥𝑦}| = 1. Therefore 𝐷′(𝑇) = 𝐷(𝑇) − 𝐷? 𝑇		𝑥𝑦	 @. Moreover, 
for a connected graph 𝐺, ?|3(%)|$ @𝐴𝐷′(𝐺) 	= 	𝐷′(𝐺).  
 
Suppose 𝐶 is the cycle of 𝑇'"#	 . We define,  𝐶6 = {	𝑣 ∈ 𝑉(𝐶)	|	𝑑;(𝑥, 𝑣) < 𝑑;(𝑦, 𝑣)	},	𝐶7 = {	𝑣 ∈ 𝑉(𝐶)	|	𝑑;(𝑥, 𝑣) > 𝑑;(𝑦, 𝑣)	},	𝐶< = {	𝑣 ∈ 𝑉(𝐶)	|	𝑑;(𝑥, 𝑣) = 𝑑;(𝑦, 𝑣)	}.	
Note that |𝐶6| = |𝐶7| = 	 V8$W and |𝐶<| = 0 when 𝑘 is even and |𝐶<| = 1 otherwise. 
Now we propose an indexing of 𝐶6 to 𝑥=’s, 1 ≤ 𝑖 ≤ V8$W, such that 𝑑;(𝑥, 𝑥=) = V8$W − 𝑖 +1. Similarly, we index the elements of 𝐶7 to 𝑦=’s. Moreover, if 𝐶< ≠ 𝜙 then it has 
one element and we refer to that as 𝑥>.  
 
As we observe the indexing is unique and partitions the vertices of the cycle of 𝑇67	 . 
Using that, for 𝑣 ∈ 𝑉(𝐶) suppose 𝑇? to be the maximal subtree of 𝑇67	  such that, 
 𝑉(𝑇?) ∩ 𝑉(𝐶) = {𝑣}. 
 
Informally 𝑇? is the tree attached to the vertex 𝑣 ∈ 𝑉(𝐶). We denote the number of 
vertices of 𝑇?, |𝑉(𝑇?)|, by 𝑤?. 
 
Using the notations and definitions we will be using the following lemma from [8] 
which has a critical role for our analysis and reduction of the time complexity of 
actual calculations. 
 
Lemma 1 (see [8]): For a tree 𝑇, 
  𝑫9? 𝑻𝒌𝒙𝒚	 @ = ; (𝟐𝒅𝑻(𝒖, 𝒗) − 𝒌).𝒘𝒖. 𝒘𝒗(𝒖,𝒗)∈𝑪𝒙×𝑪𝒚𝒅𝑻(𝒖,𝒗)H𝒌𝟐
 
■ 
 
As an interesting fact, we can see that: 
 𝒎𝒂𝒙𝒙𝒚∈𝑬(𝑻𝒄)𝑫9? 𝑻𝒙𝒚	 @ = 𝒎𝒊𝒏𝒙𝒚∈𝑬(𝑻𝒄)𝑫? 𝑻𝒌𝒙𝒚	 @, 
 
and also, by lemma 1: 
 𝑫′( 𝑻𝟑𝒖𝒗	 ) = 𝒘𝒖. 𝒘𝒗, 
 
which is inspired by the derivative concept. We extend this idea using some matrix 
tools below. For more detail see [8]. For ease hereafter let 𝑘9 =	 V8$W. 
 
Suppose we are given a 𝑇867	 . We associate the vectors 𝑾676	  or 𝑾8676	 	= [ 𝑤676	 =] to it 
which is a 𝑘9 −vector and 𝑤676	 = = 𝑤6& = |𝑇6&|. Similarly, we define 𝑾677	 	 or 𝑾8677	 =m 𝑤677	 =n where 𝑤677	 = = 𝑤7& = |𝑇7&|. Finally, we associate a matrix 𝑾67	  to 𝑇 	67	 as follows, 
 𝑾67	 =	 𝑾676	 × ( 𝑾)677	 L . 
 
Therefore, in a 𝑾67	 = [𝑤=M], 𝑤=M = 𝑤676	 = 	. 𝑤677	 M =	𝑤6& . 𝑤7'. Next, we introduce the 
matrix 𝑭8. The matrix 𝑭8 is a 𝑘′ × 𝑘′ matrix as follows, 
 
𝑭8 = q𝑫8 + 𝑶8 											𝑘	is	odd,	𝑫8 																otherwise.  
 
where 𝑫8 = [𝑑=M] and 𝑶8 = [𝑜=M]	are also 𝑘′ × 𝑘′ matrices as follows, 
 𝑑=M = q2(𝑘9 − 𝑖 − 𝑗 + 1)										𝑖 + 𝑗 ≤ 𝑘′,	0																																					otherwise.  
 
and      
       
 𝑜=M = q1																																					𝑖 + 𝑗 − 1 ≤ 𝑘′,	0																																								otherwise.  
 
For more resolution, 
 
 
																					𝑭( =
⎣⎢⎢
⎢⎢⎢
⎡ 2𝑘) − 1									2𝑘) − 3									2𝑘) − 5																		 … 				12𝑘) − 3									2𝑘) − 5																																		 … 				1						02𝑘) − 5																																													 … 				1									0							0																				⋮																																		⋮ 																				1																																		 ⋮								⋮ 																			1																				0																									 … 					0									1																				0																				0														 … 							0							0	⎦⎥⎥
⎥⎥⎥
⎤ 													𝑘		is		odd 
 
 
																			𝑭( =
⎣⎢⎢
⎢⎢⎢
⎢⎡ 2𝑘) − 2									2𝑘) − 4									2𝑘) − 6																																		 … 				2								02𝑘) − 4									2𝑘) − 6																																															 … 				2									0							02𝑘) − 6															 ⋮ 																																											… 			2										0								0							0																																																										⋮ 																																																									0																								⋮ 																				2																																																				⋮ 																									2																						0																																																										 ⋮					2																								0																						0																																																	 … 				0					0																								0																						0																																					 … 							0							0		 ⎦⎥⎥
⎥⎥⎥
⎥⎤ 									𝑘		is		even 
 
 
																𝑶( =
⎣⎢⎢
⎢⎢⎢
⎡ 1								1									1																																																 … 				11								1																																																			 … 				1						01																																																	 … 				1									0							0																				⋮																																		⋮ 																				1																														 ⋮						⋮ 																											1																				0																	 … 					0	1																												0																				0						 … 							0								0	 ⎦⎥⎥
⎥⎥⎥
⎤																											 
 
 
 
𝑾 = ⎣⎢⎢
⎢⎡𝑤*!𝑤*"		⋮𝑤*#$⎦⎥⎥
⎥⎤𝒙𝒚	 E𝑤,! 		𝑤,"		 	…			𝑤,#$ 	F =
⎣⎢⎢
⎢⎢⎢
⎢⎡ 𝑤*! . 𝑤,! 								𝑤*! . 𝑤," 									𝑤*! . 𝑤,& 															…																								𝑤*! . 𝑤,#$𝑤*" . 𝑤,! 								𝑤*" . 𝑤," 															 ⋮ 																					…																								𝑤*" . 𝑤,#$𝑤*& . 𝑤,! 																	 ⋮ 																																										…																								𝑤*& . 𝑤,#$										⋮ 																																			… 																																																										 ⋮																			𝑤*#$'" . 𝑤,! 													… 																																										 ⋮ 																								𝑤*#$'" . 𝑤,#$ 						𝑤*#$'! . 𝑤,! 														… 																		 ⋮ 														𝑤*#$'! . 𝑤*#$'!									𝑤*#$'! . 𝑤,#$	𝑤*#$ . 𝑤,! 											…							𝑤*#$ . 𝑤,#$'" 													𝑤*#$ . 𝑤,#$'! 											𝑤*#$ . 𝑤,#$ ⎦⎥⎥
⎥⎥⎥
⎥⎤
 
 
 
We remind that if 𝑨 = [𝑎=M] is a matrix then the norm one of 𝐴 is the following: 
 ‖𝑨‖ = 	∑ |𝑎=M|=,M . 
 
The Hadamard product of two matrices 𝑨 = [𝑎=M] and 𝑩 = [𝑏=M] with the same 
dimensions, 𝑨⊚𝑩 = m𝑐=Mn, is an element-wise product with: 
 𝑐=M = 𝑎=M . 𝑏=M. 
 
Also note that 𝑒= is the 𝑖th standard unique vector of proper dimension. 
 
Lemma 2 (see [8]): For a tree 𝑇 we have: 
 𝑫′? 𝑻𝒌𝒙𝒚	 @ = 	𝑭𝒌 ⊚ 𝑾𝒙𝒚	 . 
 
■ 
 
Definition 2: Suppose 𝐺 is a graph and 𝑢, 𝑣 ∈ 𝑉(𝐺) we define the relative 
neighborhood of 𝑢 and 𝑣 as follows: 
 𝑁%?(𝑢) = {𝑥 ∈ 𝑉(𝐺)	|	𝑑(𝑥, 𝑢) < 𝑑(𝑥, 𝑣)},	 
 |𝑁%?(𝑢)| = 𝑛%?(𝑢). 
 
Note that if 𝑇 is a tree on 𝑛 vertices then for every 𝑢𝑣 ∈ 𝐸(𝑇), 𝑛;? (𝑢) + 𝑛;N(𝑣) = 𝑛.  
 
Remark 1: The reason we propose the definition 2 is the fact that for 𝑥O, 𝑥$ ∈ 𝐶6 and 𝑦O, 𝑦$ ∈ 𝐶7 in 𝑇867	 ,  𝑛;6!(𝑥O) = 𝑇6- = 𝑤6- , 
and 𝑛;7!(𝑦O) = 𝑇7- = 𝑤7- , 
 
which is required for our main algorithm. 
  
The following algorithm produces the set {(𝑛;?(𝑢), 𝑛;N(𝑣))	|	𝑢𝑣 ∈ 𝐸(𝑇)} which is 
required for our main algorithm.  
 
Algorithm 1: 
 
Input: Adjacency list of a tree 𝑇 with 𝑛 vertices 
 
Initiate with 𝑅 = {𝑣 ∈ 𝑉(𝑇)| deg(𝑣) = 1} and {𝑤(𝑢) = 1, 𝑢 ∈ 𝑅	𝑎𝑛𝑑	𝑤(𝑣) = 0, 𝑣 ∉ 𝑅} 𝑊ℎ𝑖𝑙𝑒 (𝐸(𝑇) ≠ 𝜙) 
          𝑆 = 𝑅 
         𝑅 = 𝜙 
         𝐹𝑜𝑟	𝑣 ∈ 𝑆  
               If (𝐸(𝑇) = 𝜙) 
                    𝐵𝑟𝑒𝑎𝑘 
               𝐸𝑛𝑑 
               𝑢 = 𝑁(𝑣) 
               𝑤(𝑢) = 𝑤(𝑢) + 𝑤(𝑣) 
               (𝑛;? (𝑢), 𝑛;N(𝑣)) = (𝑛 − 𝑤(𝑣), 𝑤(𝑣)) 
               𝑅 = 𝑅 ∪ {𝑢} 
               𝐸(𝑇) = 𝐸(𝑇) − 𝑢𝑣 
          𝐸𝑛𝑑 𝐸𝑛𝑑  
 
Output: {(𝑛;?(𝑢), 𝑛;N(𝑣))}N?∈P(;) 
 
Lemma 3: For a tree 𝑇 on 𝑛 vertices we can obtain {(𝑛;? (𝑢), 𝑛;N(𝑣))}N?∈P(;) in an 𝑂(𝑛) 
from its adjacency list.                                                                                  ▲ 
 
Theorem 1: Suppose 𝑇 is a tree and the vectors 𝑾676	 ,  𝑾677	  and the matrix 𝑾67	 =[𝑤=M	] are associated to 𝑇867	  where 𝑥 and 𝑦 are not leaf. If 𝑢 ∈ 𝑁(𝑥) − 𝐶6 and 𝑣 ∈𝑁(𝑦) − 𝐶7 then 
⎩⎪⎪
⎪⎪⎨
⎪⎪⎪⎪
⎧ 𝑫9? 𝑻𝒌Q𝟐𝒖𝒗	 @ −	𝑫9? 𝑻𝒌𝒙𝒚	 @ = −𝟐 ; 𝒘𝒊𝒋	 + ; 𝒘𝒊𝒋𝒊Q𝒋T𝒌.Q𝟏 + 𝟐.;( 𝒘𝒖𝒗𝒖	 𝟏. 𝒘𝒙𝒚𝒚	 𝒓 + 𝒘𝒙𝒚𝒙	 𝒓. 𝒘𝒖𝒗𝒗	 𝟏)𝒌
.
𝒓T𝟐𝒊Q𝒋	W	𝒌.Q𝟏−( 𝒘𝒖𝒗𝒖	 𝟏. 𝒘𝒙𝒚𝒚	 𝒌. + 𝒘𝒙𝒚𝒙	 𝒌. . 𝒘𝒖𝒗𝒗	 𝟏),					𝒌		𝒊𝒔	𝒐𝒅𝒅,		𝑫9? 𝑻𝒌Q𝟐𝒖𝒗	 @ −	𝑫9? 𝑻𝒌𝒙𝒚	 @ = −𝟐 ; 𝒘𝒊𝒋	 + ; 𝒘𝒊𝒋𝒊Q𝒋T𝒌.	𝒐𝒓	𝒌.Q𝟏 + 𝟐;( 𝒘𝒖𝒗𝒖	 𝟏. 𝒘𝒙𝒚𝒚	 𝒓 + 𝒘𝒙𝒚𝒙	 𝒓. 𝒘𝒖𝒗𝒗	 𝟏)𝒌
.
𝒓T𝟐𝒊Q𝒋	W	𝒌.Q𝟏−𝟐( 𝒘𝒖𝒗𝒖	 𝟏. 𝒘𝒙𝒚𝒚	 𝒌. + 𝒘𝒙𝒚𝒙	 𝒌. . 𝒘𝒖𝒗𝒗	 𝟏),					𝒌		𝒊𝒔	𝒆𝒗𝒆𝒏,
 
 
Proof: Suppose we have 𝑇867	  with 𝑑;(𝑥, 𝑦) > 2. With the theorem condition, if we 
remove 𝑥𝑦 from 𝑇867	  and add 𝑢𝑣  to 𝑇 where 𝑢 ∈ 𝑁(𝑥) − 𝐶6 and 𝑣 ∈ 𝑁(𝑦) − 𝐶7 we 
have: 
 𝑾N?N	 = m𝑛;6(𝑢), 𝑤676	 O, 𝑤676	 $, … , 𝑤676	 8. 	n − 𝑛;6(𝑢). 𝑒$										(1) 
 
and 
 	 𝑾N??	 = m𝑛;7(𝑣), 𝑤677	 O, 𝑤677	 $, … , 𝑤677	 8. 	n − 𝑛;7(𝑣). 𝑒$												(2) 
 
Expanding 𝑾 = 𝑾N?N	 × 𝑾N??	N?	  using (1) and (2) through lemma 2, 𝐷′( 𝑇8Q$N?	 ) −𝐷′? 𝑇867	 @ = ‖𝑭8Q$ ⊚ 𝑾N?	 ‖ − 𝑭8 ⊚ 𝑾67	  that is: 
 
⎩⎪⎪
⎪⎪⎨
⎪⎪⎪⎪
⎧ 𝐷9( 𝑇8Q$N?	 ) −	𝐷9? 𝑇867	 @ = −2 ; 𝑤=M	 + ; 𝑤=M=QMT8.QO + 2.;( 𝑤N?N	 O. 𝑤677	 Y + 𝑤676	 Y . 𝑤N??	 O)
8.
YT$=QM	W	8.QO−( 𝑤N?N	 O. 𝑤677	 8. + 𝑤676	 8. . 𝑤N??	 O),					𝑘		𝑖𝑠	𝑜𝑑𝑑,		𝐷9( 𝑇8Q$N?	 ) −	𝐷9? 𝑇867	 @ = −2 ; 𝑤=M	 + ; 𝑤=M=QMT8.	ZY	8.QO + 2.;( 𝑤N?N	 O. 𝑤677	 Y + 𝑤676	 Y . 𝑤N??	 O)8
.
YT$=QM	W	8.QO−2( 𝑤N?N	 O. 𝑤677	 8. + 𝑤676	 8. . 𝑤N??	 O),					𝑘		𝑖𝑠	𝑒𝑣𝑒𝑛,
 
 
This completes the proof.                                                                              ■ 
 
Definition 3: Each inset edge connects two vertices of a tree. The path connects 
the two vertices either has a middle vertex or a middle edge. We call the middle 
vertex(edge) the middle of that inset edge. A vertex(edge) of a tree can be the 
middle of more than one inset edge. 
 
Theorem 2: The set of inset edges of a tree forms a partition regarding the middles. 
More precisely each class of the partition is the inset edges of the tree with the 
same middles. 
 
Proof: Since the length of each path is fixed so the middles are fixed. On the other 
hand, one inset edge in a tree forms a unique cycle in the tree. Therefore, every 
inset edge has a unique middle. These complete the proof.                               ■ 
 
 
A Matrix Norm Technique 
 
In general, the time complexity of calculating the norm of a square 𝑘 × 𝑘 matrix is 𝑂(𝑘$). For a given tree, 𝑇, by lemma 2 to calculate 𝐷′? 𝑇867	 @ we require to 
calculate	𝐹8 ⊚ 𝑾67	  with a general time complexity of 𝑂(𝑘$). Here we propose a 
technique, using the regularity of 𝐹8 ⊚ 𝑾67	 , to reduce the total time complexity of 
calculating 𝐷9? 𝑇867	 @	67∈P(%). But note that: 
 
   I- Using lemma 2 it is not possible to directly calculate 𝐷′? 𝑇867	 @ in less than 𝑂(𝑘$). 
   II- We can achieve  𝐷9? 𝑇8Q$6&7&	 @ from 𝐷9? 𝑇86&/-7&/-	 @ in 𝑂(𝑘),  1 ≤ 𝑖 ≤ 𝑘′. 
 
From now if 𝐴 is a given matrix we will use 𝐴[𝑠𝑝𝑒𝑠𝑖𝑓𝑖𝑐𝑎𝑡𝑖𝑛	𝑜𝑓	𝑖𝑛𝑑𝑖𝑐𝑒𝑠] which denotes 
a matrix correspond to 𝐴 where specified entries are equal to the matrix 𝐴 and are 
zero otherwise. 
 
Proposition 1: Suppose 𝑇 is a tree, 𝑥𝑦 ∈ 𝑉(𝑇5), 𝑢 ∈ 𝑁(𝑥) − 𝐶6 and 𝑣 ∈ 𝑁(𝑦) − 𝐶7. If 
we have 𝑾67	 [𝑖 + 𝑗	 ≤ 	𝑘9 + 1], 𝐷9? 𝑇867	 @,  𝑾67	 [𝑖 + 𝑗	 ≤ 	𝑘9 + 1] and also 𝑤N and 𝑤? 
regarding 𝑇'HIJK	 . Then we can obtain 𝐷9( 𝑇8Q$N?	 ), 𝑾N?	 [𝑖 + 𝑗	 ≤ 	𝑘9 + 2] and ‖ 𝑾N?	 [𝑖 + 𝑗 ≤ 𝑘9 + 2]‖ in an  𝑂(𝑘).  
 
Proof: We prove the proposition for the odd 𝑘’s. Proof of the even cases is similar. 
Using the proposition assumptions and the theorem 1: 
 𝐷9( 𝑇8Q$N?	 ) = 	𝐷9? 𝑇867	 @ − 2 ; 𝑤=M	 + ; 𝑤=M=QMT8.QO + 2.;( 𝑤N?N	 O. 𝑤677	 Y + 𝑤676	 Y . 𝑤N??	 O)
8.
YT$=QM	W	8.QO  
−( 𝑤N?N	 O. 𝑤677	 8. + 𝑤676	 8. . 𝑤N??	 O)	 
 	= 𝐷9? 𝑇867	 @ − 2 𝑾67	 [𝑖 + 𝑗 ≤ 	𝑘9 + 1] +  𝑾67	 [𝑖 + 𝑗 = 	𝑘9 + 1] 				+	𝑤N; 𝑤677	 Y +𝑤?; 𝑤676	 Y8.YTO8
.
YTO 																																											(7) 
 
According to the theorem we are given the 𝐷9? 𝑇867	 @	and	 𝑾67	 [𝑖 + 𝑗 ≤ 	𝑘9 + 1]. 
Moreover, we clearly are able to calculate 2 𝑾67	 [𝑖 + 𝑗 = 	𝑘9 + 1] and 	𝑤N ∑ 𝑤677	 Y		and	𝑤? ∑ 𝑤676	 Y8.YTO8.YTO  in 𝑂(𝑘) and so 𝐷9( 𝑇8Q$N?	 ) from (7) in 𝑂(𝑘).  
To obtain 𝑊N?	 [𝑖 + 𝑗	 ≤ 	𝑘9 + 1] we can obtain the vectors 	𝑤Nm	𝑤? , 𝑤677	 O, … , 𝑤677	 8.n and 	𝑤?m	𝑤N, 𝑤676	 O, … , 𝑤676	 8.n	; from 𝑾67	 [𝑖 + 𝑗	 ≤ 	𝑘9 + 1] and add to 𝑾67	 [𝑖 + 𝑗	 ≤ 	𝑘9] 
properly. This takes 𝑂(𝑘) operations using the first row and column of 𝑾67	 [𝑖 + 𝑗	 ≤	𝑘9]. Finally, using the theorem assumptions, the LHS of the following equality can 
be reached in 𝑂(𝑘). 
 							‖ 𝑾N?	 [𝑖 + 𝑗 ≤ 𝑘9 + 2]‖ =  𝑾67	 [𝑖 + 𝑗 ≤ 𝑘9 + 1] −  𝑾N?	 m𝑖 + 𝑗 = 	 𝑘′ + 1n 																									+2)𝑤𝑢 * 𝑤𝑥𝑦𝑦	 1, … , 𝑤𝑥𝑦𝑦	 𝑘′+) + 2)𝑤𝑣 * 𝑤𝑥𝑦𝑥	 1, … , 𝑤𝑥𝑦𝑥	 𝑘′+). 
 
This completes the proof.                                                                                     ■ 
 
 
Algorithm discussion 
 
In this section using our result, we first propose the algorithm 2 which is recursive. 
Then we discuss that. The algorithm calculates the 𝐷′ index of the set of inset edges 
of a given tree. 
 
Algorithm 2: 
 
Input: a tree T with {.𝑛"#(𝑢), 𝑛"$(𝑣)5}$#∈&(") 
 𝐹𝑜𝑟	𝑣 ∈ 	𝑉(𝑇): 
         𝐹𝑜𝑟	𝑎 ∈ 𝑁(𝑣) 
       							𝐹𝑜𝑟	𝑏 ∈ 𝑁(𝑣) 
                 𝑖𝑓	(𝑎 ≠ 𝑏) 
                         𝑾 = [𝑛"# (𝑎). 𝑛"# (𝑏)] 
                         𝐴 = 𝑁(𝑎) − 𝑎 
                         𝐵 = 𝑁(𝑏) − 𝑏 
                         𝑉) = [𝑛"#(𝑎)] 
                         𝑉* = [𝑛"#(𝑏)] 
                         𝑊𝑈 = ‖𝑾‖ 
                         𝐷+ = ‖𝑾‖ 
                         𝑶𝒖𝒕	𝐷′ 
                         𝑭𝑽.𝑾,𝑊𝑈,𝑽) , 𝑽* , 𝐷, 𝐴, 𝐵, 𝑥, 𝑦, 𝑘 = 15 
               𝐸𝑛𝑑 
           𝐸𝑛𝑑 𝐸𝑛𝑑 
 𝑭𝑽.𝑾,𝑊𝑈,𝑽) , 𝑽* , 𝐷, 𝐴, 𝐵, 𝑥, 𝑦, 𝑘 = 15 𝑖𝑓	(𝐴 ≠ ∅	^	𝐵 ≠ ∅) 		𝐹𝑜𝑟	𝑎 ∈ 𝐴 							𝐹𝑜𝑟	𝑏 ∈ 𝐵 
          𝐴 = 𝑁(𝑎) − 𝑥 
          𝐵 = 𝑁(𝑏) − 𝑦 
          𝑽) = [𝑛")(𝑎)]⋀	𝑽)      
          𝑾 → 𝐴𝑝𝑝𝑒𝑛𝑑	𝑽)	𝑎𝑠	𝑡𝑜𝑝	𝑟𝑜𝑤	𝑜𝑓	𝑾     
          𝑊 → 𝐴𝑝𝑝𝑒𝑛𝑑		𝑽*	𝑎𝑠	𝑙𝑒𝑓𝑡	𝑐𝑜𝑙𝑢𝑚𝑛	𝑜𝑓	𝑾 
          𝑾[2: ] = 𝑾[2: ] − 𝑛"*(𝑏)	𝑽) 
          𝑾[2,2] = 𝑛")(𝑎). 𝑛"*(𝑏)   
          𝑽* = [𝑛"*(𝑎)]⋀	𝑽* 
          𝑾[: 2] = 𝑾[: 2] − 𝑛")(𝑎)	𝑽* 
          𝐷+ =	𝐷+ − 2𝑊𝑈 + ‖𝑾[𝑖 + 𝑗 = 	𝑘+ + 1]‖ + 2𝑛"*(𝑏)‖𝑽)‖ + 2𝑛")(𝑎)c𝑽*c 
                 −𝑛"*(𝑏)	𝑽)[𝑘′] − 𝑛")(𝑎)	𝑽*[𝑘′] − 4𝑛")(𝑎). 𝑛"*(𝑏)      
          𝑊𝑈 = 𝑊𝑈 − ‖𝑾[𝑖 + 𝑗 = 	𝑘+ + 1]‖ − 𝑛"*(𝑏)	𝑽)[−1] − 𝑛")(𝑎)	𝑽*[−1] 
         𝑶𝒖𝒕	𝐷′ 
      𝐫𝐞𝐭𝐮𝐫𝐧	𝑭𝑽.𝑾,𝑊𝑈, 𝑽) , 𝑽* , 𝐷, 𝐴, 𝐵, 𝑥, 𝑦, 𝑘 = 𝑘 + 15 
      𝐸𝑛𝑑 
  𝐸𝑛𝑑 𝐸𝑛𝑑 
 𝐹𝑜𝑟	𝑢𝑣 ∈ 	𝐸(𝑇): 
         𝐹𝑜𝑟	𝑎 ∈ 𝑁(𝑢) − 𝑣 
       							𝐹𝑜𝑟	𝑏 ∈ 𝑁(𝑣) − 𝑢 
                         𝑾 = j 𝑛"#(𝑎)𝑛"$(𝑣) − 𝑛"#(𝑎)k . [𝑛"$(𝑏)				𝑛"# (𝑢) − 𝑛"$(𝑏)] 
                         𝐴 = 𝑁(𝑎) − 𝑎 
                         𝐵 = 𝑁(𝑏) − 𝑏 
                         𝑽) = [𝑛"$(𝑎)] 
                         𝑽* = [𝑛"#(𝑏)] 
                         𝑊𝑈 = ‖𝑾[𝑖 + 𝑗 ≠ 4]‖ 
                         𝐷+ = 2‖𝑾‖ 
                         𝑶𝒖𝒕	𝐷′ 
                         𝑭𝑬.𝑾,𝑊𝑈,𝑽) , 𝑽* , 𝐷, 𝐴, 𝐵, 𝑥, 𝑦, 𝑘 = 15 
              𝐸𝑛𝑑 
           𝐸𝑛𝑑 𝐸𝑛𝑑 
 𝑭𝑬.𝑾,𝑊𝑈,𝑽) , 𝑽* , 𝐷, 𝐴, 𝐵, 𝑥, 𝑦, 𝑘 = 15 
 
  	𝑖𝑓	(𝐴 ≠ ∅	^	𝐵 ≠ ∅) 
    𝐹𝑜𝑟	𝑎 ∈ 𝐴 								𝐹𝑜𝑟	𝑏 ∈ 𝐵 
          𝐴 = 𝑁(𝑎) − 𝑥 
          𝐵 = 𝑁(𝑏) − 𝑦 
          𝑽) = [𝑛")(𝑎)]⋀	𝑽)      
          𝑾 → 𝐴𝑝𝑝𝑒𝑛𝑑		𝑽𝒙	𝑎𝑠	𝑡𝑜𝑝	𝑟𝑜𝑤	𝑜𝑓	𝑾     
          𝑾 → 𝐴𝑝𝑝𝑒𝑛𝑑		𝑽𝒚	𝑎𝑠	𝑙𝑒𝑓𝑡	𝑐𝑜𝑙𝑢𝑚𝑛	𝑜𝑓	𝑾 
          𝑾[2: ] = 𝑾[2: ] − 𝑛"*(𝑏)	𝑽) 
          𝑾[2,2] = 𝑛")(𝑎). 𝑛"*(𝑏)   
          𝑽* = [𝑛"*(𝑎)]⋀	𝑽* 
          𝑾[: 2] = 𝑾[: 2] − 𝑛")(𝑎)	𝑽* 
          𝐷+ =	𝐷+ − 2𝑊𝑈 + 2‖𝑾[𝑖 + 𝑗 = 	𝑘+ + 1]‖ + 2‖𝑾[𝑖 + 𝑗 = 	𝑘+ + 2]‖ 																										+2𝑛"*(𝑏)‖𝑽)‖ + 2𝑛")(𝑎)c𝑽*c − 𝑛"*(𝑏)	𝑽)[𝑘] − 𝑛")(𝑎)	𝑽*[𝑘] − 4𝑛")(𝑎). 𝑛"*(𝑏)      
          𝑊𝑈 = 𝑊𝑈 − ‖𝑾[𝑖 + 𝑗 = 	𝑘+ + 1]‖ − 𝑛"*(𝑏)	𝑽)[−1] − 𝑛")(𝑎)	𝑽*[−1] 
          𝑶𝒖𝒕	𝐷′ 
          𝐫𝐞𝐭𝐮𝐫𝐧	𝑭𝑬.𝑾,𝑊𝑈, 𝑽) , 𝑽* , 𝐷, 𝐴, 𝐵, 𝑥, 𝑦, 𝑘 = 𝑘 + 15 
      𝐸𝑛𝑑 
  𝐸𝑛𝑑 𝐸𝑛𝑑 𝑶𝒖𝒕𝒑𝒖𝒕:	{𝐷′( 𝑇𝑘)𝑥𝑦	 }𝑥𝑦∈𝐸(𝑇𝑐) 
 
 
Algorithm discussion  
 
Every vertex(edge) is a middle for a class of inset edges. See the Theorem 2. As the 
algorithm 2 presents we start from every vertex and edge of a tree. Then the related 
average distances’ change of a class of inset edges will be calculated. The 
calculations are based on the Proposition 1.  
 
Lemma 3: Suppose 𝑣  or 𝑒 is the middle of the inset edge, 𝑥𝑦, of a tree 𝑇, with 𝑑(𝑥, 𝑣	or	𝑒) = 𝑑(𝑦, 𝑣	or	𝑒) = 𝑘. Then the algorithm achieves 𝐷′( 𝑇8)67	  in 𝑂(𝑘). 
 
Proof: This is enough to look at the algorithm 2 and Proposition 1.                   ■ 
 
Lemma 4 (see [8,15]): If 𝑇 is a tree on 𝑛 vertices then: 
 (𝒏 − 𝟏)𝟐 ≤ 𝑫(𝑻	) ≤ ¡𝒏 + 𝟏𝟑 £, 
and 
 𝟏 ≤ 𝑫′( 𝑻) 	≤ 	 𝒏𝟑𝟏𝟔 − 𝒏𝟐𝟑𝟐 −	𝟗𝒏𝟖 + 𝟐.𝒙𝒚	  
                                                                                                                  ■ 
 
As wiener index of chemical graphs, 𝐷, correlates with certain physical and 
chemical properties of molecules, there are several efficient algorithm for 
calculating the wiener index and generally distance-based invariants of graphs 
[1,7,10,12]. Using [9] for a tree 𝑇, 
 																																																														𝐷(𝑇) = ; 𝑛;?(𝑢). 𝑛;N(𝑣)N?∈P(;) .																																																				(8) 
 
By the algorithm 1 which is linear for a tree on 𝑛 vertices, one can calculate 𝐷(𝑇) 
in 𝑂(𝑛) regarding (8). 
 
Note that we cannot calculate 𝐷′( 𝑇8)67	  in 𝑂(𝑘) directly. The algorithm 2 achieves 𝐷′( 𝑇8)67	  using the 𝐷′( 𝑇8"$)6!7!	  through a recursive process. The next theorem gives 
an interesting relation between the complexity of computing 𝐷′( 𝑇 	)67	 ’s and 𝐷(𝑇). 
Indeed, the algorithm 2s’ complexity depends on the input tree. 
 
Theorem 3: Suppose 𝑇 is a tree. The time complexity of calculating  {𝐷′( 𝑇 	)67	 }67∈P(;2) from the algorithm 2 is 𝑂?𝐷(𝑇)@. 
 
Proof : According to the lemma 3 if 𝑥𝑦 is an inset edge and 𝑑(𝑥, 𝑦) = 𝑑 then the 
algorithm 2 requires at most 𝑐O. 𝑑 + 𝑐$ operations to calculate 𝐷′( 𝑇8)67	  for some 
constants 𝑐O and 𝑐$.  Therefore, we require at most 
 𝑐O; 𝑑;(𝑥, 𝑦) + ¨©𝑛2ª − (𝑛 − 1)« 𝑐$ < 𝑐O𝐷(𝑇)67∈P(;2) + ¨©𝑛2ª − (𝑛 − 1)« 𝑐$ 
 
operations to achieve	{𝐷′( 𝑇8)67	 }67∈P(;2). Moreover, by lemma 4: 
 𝑂 ©?!$@ − (𝑛 − 1)ª ≤ 𝑂(𝐷(𝑇)). 
 
This completes the proof.                                                                              ■ 
 
Remark 2: By the theorem 3 the complexity of computing {𝐷′( 𝑇8)67	 }67∈P(;2) is 𝑂(𝐷(𝑇)). Clearly 𝐷(𝑇) < ?!$@𝑑𝑖𝑎𝑚(𝑇). If the average diameter of a tree on 𝑛 vertices 
is log	(𝑛) [14] then the average complexity of computing {𝐷′( 𝑇8)67	 }67∈P(;2) will be at 
most 𝑂(𝑛$log	(𝑛)). Since there are 𝑂(𝑛$ = 𝑚) inset edges, we can sort {𝐷′( 𝑇8)67	 }67∈P(;2) in 𝑂(𝑚. log(𝑛)). Therefore the algorithm 2, in average, sorts {𝐷′( 𝑇8)67	 }67∈P(;2) in no more than 𝑂(𝑚. 𝑙𝑜𝑔𝑚). And by the lemma 4 the worst case 
of algorithm will be 𝑂(𝑚√𝑚).  
 
Remark 3: We saw that 𝐷′( 𝑇#N?	 ) = 𝑤N. 𝑤?. It seems the complexity of computing 
each of 𝐷′( 𝑇8)67	 ’s for 𝑥𝑦 ∈ 𝐸(𝑇5) in average can be constant which is already 𝑂(𝑑(𝑥, 𝑦)) by the algorithm 2. We probably require some more matrix techniques. 
Moreover, we guess that if we are only looking for the maximum 𝐷′ we are not 
required to consider all edges and vertices as middles where we run the algorithm 
2. More precisely:  
 
Conjecture 1: It is possible to calculate {𝐷′( 𝑇8)67	 }67∈P(;2) in 𝑂?|𝐸(𝑇5)@. 
 
Conjecture 2: For a given tree, 𝑇, the middle(s) of the inset edge(s) with the 
maximum 𝐷9 belongs to 𝐸(𝑃′) ∪ 𝑉(𝑃′) with 𝑃′ is the longest path(s) between the 𝑁(𝑐) 
and 𝑁(𝑚O) ∪ 𝑁(𝑚$) where 𝑐 and 𝑚O𝑚$ are the center and median of 𝑇 respectively. 
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