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ABSTRAKT
Práca sa zaoberá možnosťami autentizácie pomocou bezpečnostného tokena do konzole
linuxu a webovej aplikácie. Teoretická časť sa venuje základom kryptografie, najmä algo-
ritmami asymetrickej kryptografie. Všeobecne popisuje možnosti autentizacie a obsahuje
stručné rozdelenie smart card zariadení. Praktická časť sa zaoberá nastavením zariadenia
SmartCard-HSM pre klienta a vytvorením vlastnej certifikačnej autority pomocou tohto
zariadenia. Na záver je realizovaná ukážka prihlásenia do Linuxu a webovej aplikácie
pomocou tokena.
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ABSTRACT
Thesis is dealing with possibilities of user authentication using a security token to Linux
console and web applications. Theoretical part of this work is devoted to cryptography
basics, particularly asymmetric cryptography algorithms . Thesis generally describes aut-
hentication methods and includes a brief categorization of smart card devices. The practi-
cal part deals with SmartCard - HSM device setup for a client and creating own certificate
authority using this device. Finally, it presents a demonstration deploying smart card login
to Linux and web applications using tokens.
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ÚVOD
Za najrozšírenejší spôsob autentizácie uživateľa možno považovať autentizáciu po-
mocou hesla. Heslo, ako utajovaná informácia, by malo byť vybrané veľmi starost-
livo. Aby sa predišlo prelomeniu hesla brute force útokom, malo by sa skladať z
veľkého počtu náhodných znakov, nemalo by obsahovať knižné slová, alebo verejne
dostupné údaje o uživateli. Pre človeka ľahko zapamätovateľné reťazce znakov sa stá-
vajú byť, čoraz menšími prekážkami k prelomeniu pre súčasnú výpočetnú techniku.
Kryptograficky dobre zabezpečenou alternativou k heslám sa stávaju asymetrické
kľúče. Úroveň ich zabezpečenia závisí na veľkosti použitého kľúča, ktorý je známy
len jeho vlastníkovi. Vlastník tento kľúč nikomu nezverejňuje a skrýva ho v tajnosti
na dobre zabezpečenom mieste. Ekonomicky dostupným bezpečným úložiskom pre
kľúče sú v súčasnosti zariadenia typu smart card. Tieto zariadenia chránia súkromné
kľúčé uložené v ich pamäti pred exportom. Prístup, modifikácie a použitie kľúčov sú
podmienené znalosťou PINu uživateľa. Modifikácia obsahu smart card zariadenia je
chránená špeciálnym PINom zariadenia nazvaným security officier PIN. Bez znalosti
tohto SO-PINu nie je možné prepísať obsah dat uložených v smart card zariadení.
Voľne dostupné ovládače robia zo smart card zariadení jednoducho konfigurovateľné
zariadenia s pomerne širokým uplatnením v praxi. Táto práca sa zaoberá možnos-
ťami využitia smart card zariadenia pre autentizáciu do operačného systému Linux
a webových rozhraní.
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1 KRYPTOGRAFIA
Je vedný odbor zaoberajúci sa matematickými metódami utajovania obsahu, zais-
tenia dôvernosti a autentičnosti správ. Z pohľadu kryptografie je správa 𝑚 postup-
nosť bitov, čísel alebo slov, uchovávajúca informáciu verejne známym zakódovaním.
Transformáciou tejto pôvodnej postupnosti 𝑚 do inej postupnosti 𝑐 vznikne krypto-
gram. Ak sa nepovolaný užívateľ dostane nejakým spôsobom k prenášanému krypto-
gramu, nemal by byť schopný zistiť pôvodný obsah správy 𝑚. Proces transformácie
obsahu správy do nezrozumiteľnej podoby sa nazýva šifrovanie. Šifrovanie sa skladá
z verejne známeho algoritmu a utajenej informácie, nazývanej kľúč. Držitelia kľúča
sú poverené osoby, ktoré na základe jeho znalosti dokážu spätne transformovať po-
stupnosť 𝑐 na pôvodnú postupnosť 𝑚. Kľúč je použitý ako parameter dešifrovacieho
algoritmu.
Dôvernosť správy je stav, keď je správa známa len oprávneným osobám. Autentič-
nosť správy je stav, keď informácie o pôvode správy sú pravdivé. Väčšinou sú to
základné informácie typu, kto je odosielateľom správy, kedy a kde správa vznikla.
Ak nepoverená osoba zmodifikuje správu počas jej prenosu, adresát príjme odlišnú
správu od správy vyslanej pôvodcom. V takom prípade bola integrita správy poru-
šená.
Kryptografický systém je sada kryptografických algoritmov podieľajúcich sa spolu s
procesmi správy kľúčov na zaistení dôvernosti a autentickosti správ. Delia sa podľa
použitých kľúčov na:
• Symetrické kryptosystémy
• Asymetrické kryptosystémy
• Kryptosystémy bez kľúča
Základnú tézu kryptografie sformuloval Kerckhoffs, že bezpečnosť šifrovania nesmie
byť založená na utajení šifrovacieho algoritmu, ale len na utajení kľúča. V súčasnosti
sa v aplikovaných kryptosystémoch používajú kľúče o dĺžke stoviek až niekoľko tisíc
bitov.[2][3][5]
1.1 Symetrické kryptosystémy
Dvojica šifrovací a dešifrovací kľúč akéhokoľvek kryptosystému nemôže byť ľubo-
voľná. Medzi oboma kľúčmi musí existovať určitá závislosť, ktorú formálne možno
vyjadriť funkciou
𝐾𝐷 = 𝑓(𝐾𝐸) (1.1)
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Medzi symetrické kryptografické systémy sa všeobecne radia všetkych systémy, kto-
rých hodnotu dešifrovacieho kľúča 𝐾𝐷 je prakticky možné zistiť z hodnoty šifrova-
cieho kľúča 𝐾𝐸. Potom oba kľúče musia byť tajné, teda majú symetrické postavenie
z hľadiska utajenia. Hodnoty kľúčov adresáta a pôvodcu sa môžu líšiť, avšak v praxi
sa takmer výlučne používajú symetrické kryptosystémy s dvoma rovnakými kľúčmi.
Ich výhodou je vysoká rýchlosť šifrovania a autentizácie správ, avšak nevýhodu je
problematická distribúcia kľúčov. Symetrický krytposystém sa skláda z piatich častí:
• Z množiny reťazcov správy 𝑀
• Z množiny reťazcov šifrovaného textu 𝐶
• Z množiny kľúčov 𝐾
• Zo sady šifrovacích funkcí 𝐸 = {𝐸𝑘 : 𝑘 ∈ 𝐾}, pre ktoré platí 𝐸𝑘 :𝑀 → 𝐶
• Zo sady dešifrovacích funkcí 𝐷 = {𝐷𝑘 : 𝑘 ∈ 𝐾}, pre ktoré platí 𝐷𝑘 : 𝐶 →𝑀
Pre každý kľúč 𝑘 ∈ 𝐾 a každú správu 𝑚 ∈𝑀 , funkcie 𝐸𝑘 a 𝐷𝑘 musia byť navzájom
inverzné. Musí platiť nasledujúca rovnica, inak by nebolo možné dešifrovať správu.
𝐷𝑘(𝐸𝑘(𝑚)) = 𝑚 (1.2)
Princíp symetrického kryptosystému je na Obr.1.1. Posielajúci na ľavej strane zašif-
ruje otvorený text, alebo správu 𝑚 ∈ 𝑀 šifrovacou funkciou 𝐸𝑘 parametrizovanou
kľúčom 𝑘. Výsledný zašifrovaný kryptogram 𝐸𝑘(𝑚) = 𝑐 ∈ 𝐶 je odoslaný príjemcovi
na pravej strane, po potenciálne nezabezpečenom komunikačnom kanály . Príjemca
preloží zašifrovanú správu 𝑐 pomocou dešifrovacej funckie 𝐷𝑘 parametrizovanej rov-
nakým kľúčom 𝑘. Ak bolo dešifrovanie uspešné, príjemca obnovil obsah pôvodnej
správy 𝑚.[1][2][3][4]
Obr. 1.1: Symetrický kryptografický systém, prebraté z [2]
Symetrické kryptografické algoritmy možno rozdeliť do dvoch skupín. Podľa veľkosti
datovej jednotky, ktorú dokážu spracovať.
1. Blokové šifry - šifrovanie po blokoch o pevnej dĺžke 𝑛 bitov
2. Prúdové šifry - šifrovanie po bitoch
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1.1.1 AES
Šifra AES (Advanced Encryption Standard) je bloková šifra s dĺžkou bloku 𝑛 = 128
bitov a dĺžka klúča 𝑘 je voliteľná z troch hodnôt 128, 192, 256 bitov. Narozdiel
od starších algoritmov nepracuje s vektormi, ale s maticami o veľkosti 4x4 bajty,
nazývané stavové matice, pre ktoré sú definované štyri transformácie a ich inverzné
funkcie.
1. SubBytes - substitúcia bajtov
2. ShiftRows - rotácia riadkov
3. MixColumns - substitúcia stĺpcov
4. AddRoundKey - pričítanie iteračného kľuča
5. InvSubBytes - inverzná funkcia k SubBytes
6. InvShiftRows - inverzná funkcia k ShiftRows
7. sInvMixColumns - inverzná funkcia k MixColumns
Transformácia SubBytes je prostá substitúcia, kde každej hodnote vstupného bajtu
je priradená hodnota výstupného bajtu podľa substitučnej tabuĺky. Prvé štyri bity
vstupného bajtu značia riadok substičnej tabuľky a posledné štyri bity definujú
stĺpec tabuľky. V rámci rotácie riadkov sa vykonáva permutácia bajtov stavovej
matice tak, že v 1. riadku sa nevykonáva rotácia, v 2. riadku sa vykoná rotácia vľavo
o 1 bajt, v 3. riadku rotácia vľavo o 2 bajty a v poslednom rotácia vľavo o 3 bajty.
Substitúcia stĺpcov je vykonaná vynásobením stavovej matice s tzv. mixovaciou
maticou. Poslednou transformáciou je pričítanie iteračného kľuča AddRoundKey.
Pred samotným šifrovaním sa vykonáva expenzia kľúča, kde sa z kľúča 𝐾 odvodzujú
ďalšie kľuče 𝐾𝑖 o veľkosti 4 x 4 bajty. Následne sa ku každému bajtu stavovej matice
prioxoruje odpovedajúci bajt iteračného kľuča.[3] Princíp šifrovania a dešifrovania
je zobrazený na obrázku Obr. 1.2.
1.2 Asymetrické kryptosystémy
Asymetrické kryptosystémy sú založené na skupine algoritmov, ktorá sa odlišuje od
algoritmov symetrickej kryptografie použitím dvoch rozdielnych kľúčov pri šifrovaní
a dešifrovaní. Šifrovací kľúč sa označuje ako verejný kľúč. Dešifrovací sa označuje ako
súkromný kľúč. Ich označenie výplyva z nesymetrického postavenia z pohľadu bez-
pečnosti, keďže je prakticky nemožné vypočítať súkromný kľúč zo znalosti verejného.
Verejný kľúč reprezentuje jednocestnú funkciu so zadnými vrátkami, je uverejnený
ostatným účastníkom komunikácie. Ako nutná informácia k úspešnej inverzii tejto
funkcie slúži súkromný kľúč.
Pred odoslaním šifry, musí odosielateľ najprv zvoliť verejný kľúč príjemcu, ktorému
13
Obr. 1.2: Princíp šifrovania a dešifrovania pomocou AES, prebraté z
[http://www.ibm.com/developerworks/library/l-achieving-high-performance-
aes/index.html]
chce poslať správu 𝑚. Pomocou vybraného verejného kľúča vytvorí kryptogram 𝑐
a odošle ho príjemcovi. Príjemca ako jediný vlastník súkromného kľúča, je schopný
úspešne dešifrovať správu vytvorenú jeho verejným kľúčom. Princíp asymetrického
kryptosystému je na Obr 1.3. Odosielateľ na ľavej strane použije na zašifrovanie
správy šifrovaciu funkciu parametrizovanú verejným kľúčom 𝑘𝐵 od príjemcu B.
𝑐 = 𝐸𝑘𝐵(𝑚) (1.3)
Znalosť súkromného kľúča umožní príjemcovi B dešifrovať prijatú správu.
𝑚 = 𝐷𝑘−1𝐵 (𝑐) (1.4)
Asymetrický kryptosystém sa skladá z troch algoritmov
• Generovanie 𝐺(1𝑛) vygeneruje verejný a privátny pár kľúčov
• Šifrovanie 𝐸(𝑘,𝑚) na vstupu je otvorený text a verejný kľúč, výstupom je šifra
• Dešifrovanie 𝐷(𝑘−1, 𝑐) na vstupu je šifra a privátny kľúč, výstupom je otvorený
text
Ak odosielateľ potrebuje šifrovať správu 𝑚 dlhšiu než je maximálna povolená dĺžka
správy, 𝑚 sa musí rozdeliť na sekvenciu blokových reťazcov 𝑚1,𝑚2,...,𝑚𝑛, ktorých
veľkosť neprekročí maximálnu dĺžku správy. Jednotlivé bloky sa následovne šifrujú
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Obr. 1.3: Asymetrický kryptografický systém, prebraté z [2]
Obr. 1.4: Algoritmy asymetrického kryptosystému, prebraté z [2]
a odosielajú.
Výhodou asymetrických kryptosystémov je jednoduchá distribúcia verejných kľú-
čov k užívateľom a nepopierateľnosť autorstva správ pri podpisovaní. Avšak vý-
razne zaostávajú v rýchlosti šifrovania a autentizácie oproti symetrickým kryptosys-
témom.[1][2][3][4]
1.2.1 RSA
V roku 1977 Ronald Rivest, Adi Shamir a Leonard Adleman predstavili na MIT
jeden z prvých prakticky využiteľných asymetrických kryptosystémov. Hoci je RSA
rádovo pomalší než symetrické kryptosystémy, uplatnenie našiel v oblasti digitálnych
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podpisov a pre bezpečné uchovanie, alebo transport kľúčov. Radí sa medzi asymet-
rické kryptosystémy typu IF (“Integer Factorization”), ich bezpečnosť je založená
na problému riešenia faktorizácie veľkych čísel. Ak máme dve rozdielne prvočísla 𝑝 a
𝑞 je jednoduché vypočítať ich súčin 𝑛 = 𝑝 · 𝑞. Pokiaľ poznáme len číslo 𝑛, je takmer
nemožné nájsť oba jeho faktory 𝑝 a 𝑞.
Generovanie kľúčov
Výstupom je dvojica kľúčov, verejný kľúč 𝑉 𝐾 = (𝑛, 𝑒) a súkromný kľúč 𝑆𝐾 = (𝑛, 𝑑).
Keďže verejný kľúč sa používa najmä pre šifrovanie, parameter 𝑒 sa nazýva šifrovací
exponent, alebo taktiež verejný exponent. Parameter 𝑑 súkromného kľúča sa nazýva
dešifrovancí exponent, alebo súkromný exponent. V prvom kroku sa náhodne zvolia
dve rozdielné prvočísla 𝑛 a 𝑞. [1][2][3] Výpočíta sa modulus 𝑛 a funkcia Φ
𝑛 = 𝑝 · 𝑞 (1.5)
Φ(𝑛) = (𝑝− 1) · (𝑞 − 1) (1.6)
Šifrovací exponent 𝑒 sa vyberie z množiny hodnôt 1, 2, · · · ,Φ(𝑛)− 1, tak aby bola
splnená podmienka nesúdeliteľnosti s číslom Φ(𝑛)
𝑔𝑐𝑑(𝑒,Φ(𝑛)) = 1 (1.7)
Pre výpočet najväčšieho spoločného deliteľa sa používa Euklidov algoritmus, ktorý
je postavený na nasledujúcej rovnosti
𝑔𝑐𝑑(𝑎, 𝑏) = 𝑔𝑐𝑑(𝑏, 𝑎𝑚𝑜𝑑𝑏) (1.8)
Uvedený výraz sa rekurzívne opakuje, až pokiaľ druhý člen v zátvorke nenadobudne
hodnotu 0. Potom najväčší spoločný deliteľ je rovný hodnote prvého členu v zátvorke.
𝑔𝑐𝑑(𝑎, 𝑏) = . . . = 𝑔𝑐𝑑(𝑐, 0) = 𝑐 (1.9)
Ako posledný krok sa výpočíta dešifrovací exponent 𝑑
𝑑 = 𝑒−1𝑚𝑜𝑑Φ(𝑛) (1.10)
Ako je zo zápisu zrejmé, 𝑑 je inverzný prvok k 𝑒 v aritmetike modulo Φ(𝑛). K hľa-
daniu inverzného prvku sa používa rozšírený Euklidov algoritmus. Umožňuje nájsť
inverzný prvok 𝑥−1 k prvku 𝑥 v aritmetike modulo 𝑣. Inverzné číslo existuje, pokiaľ
𝑥 a 𝑣 sú nesúdeliteľné. Potom platí
𝑥 · 𝑥−1𝑚𝑜𝑑𝑣 = 1. (1.11)
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Rozšírený Euklidov algorimtus vychádza z nasledujúcej rovnice
𝑔𝑐𝑑(𝑎, 𝑏) = 𝑠 · 𝑎+ 𝑡 · 𝑏, (1.12)
kde 𝑠 a 𝑡 sú celočíselné koeficienty. Základom tohto algoritmu je výpočet štandard-
ného Euklidovho algoritmu a vyjadrenie zvyšku v každej iterácii ako linearnú rovnicu
𝑟𝑖 = 𝑠𝑖 · 𝑎+ 𝑡𝑖 · 𝑏. (1.13)
Za bezpečnú dĺžku modulu systému RSA, sa v súčastnosti považuje 2048 bitov a
viac.
Šifrovanie
Pomocou RSA kryptosystému môžu byť prenášané správy 𝑚, pre ktoré platí 0 ≤
𝑚 < 𝑛. Z toho vyplýva, že dĺžky správy a šifry musia byť menšie ako 𝑛. Vstupnými
parametrami šifrovacej funkcie sú verejný kľúč 𝑉 𝐾 = (𝑛, 𝑒) a správa 𝑚.
𝑐 = 𝐸𝑉 𝐾(𝑚) ≡ 𝑚𝑒𝑚𝑜𝑑𝑛 (1.14)
Dešifrovanie
Vstupnými parametrami dešifrovacej funkcie sú súkromý kľúč 𝑆𝐾 = (𝑛, 𝑑) a kryp-
togram 𝑐.
𝑚 = 𝐷𝑆𝐾(𝐶) ≡ 𝐶𝑑𝑚𝑜𝑑𝑛 (1.15)
1.2.2 Kryptosystémy diskrétneho logaritmu
Bezpečnosť asymetrických kryptosystémov typu DL (“Discrete Logarithm”) spočíva
v obtiažnosti riešenia problému diskrétneho logaritmu. Ak poznáme kladné čisla 𝑥, 𝑔
a veľké prvočíslo 𝑝, je pomerne jednoduché vypočítať mocninu 𝑦 = 𝑔𝑥𝑚𝑜𝑑𝑝. Pokiaľ
sú známe len parametre 𝑦, 𝑔 a 𝑝, nájdenie exponentu 𝑥 je vo všeobecnom prípade
prakticky nemožné. Z toho dôvodu sú parametre 𝑦, 𝑔 a 𝑝 verejne známe a parameter
𝑥 je utajený. Tieto kryptosystémy sa len zriedka používajú k šifrovaniu kvôli dvoj-
násobnej dĺžke kryptogramu oproti pôvodnej dĺžke správy. Najčastejšie uplatnenie
našli v podpisovaní a prípadne ustanovení kľúčov. Základom DL kryptosystémov je
algebraická štruktúra nazývaná cyklická grupa. Grupa je tvorená konečnou mno-
žinou 𝐺 a jedinou operáciou a to buď sčítanie (aditívna grupa), alebo násobenie
(multiplikatívna grupa). V prípadne DL kryptosystémov sa jedná o multiplikatívnu
grupu na množine celých čísel.
Axiomy grupy:
1. Uzavretosť grupy voči násobeniu 𝑎 · 𝑏 ∈ 𝐺
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2. Asociatívny zákon (𝑎 · 𝑏) · 𝑐 = 𝑎 · (𝑏 · 𝑐)
3. Existencia neutralneho prvku 1 ∈ 𝐺, kde pre každe 𝑎 ∈ 𝐺 platí: 𝑎 · 1 = 1 · 𝑎
4. Pre každé 𝑎 ∈ 𝐺 existuje inverzný prvok 𝑎−1, kde platí: 𝑎 · 𝑎−1 = 𝑎−1 · 𝑎 = 1
5. Komutatívnosť grupy 𝑎 · 𝑏 = 𝑏 · 𝑎
V kryptosystémoch typu DL sa používajú cyklické grupy založené na vzťahu 𝑦 =
𝑔𝑥𝑚𝑜𝑑𝑝, kde 𝑦, 𝑔 a 𝑥 sú celé čísla z intervalu < 1, 𝑝 − 1 > a 𝑝 je prvočíslo. V
tomto prípade počet prvkov množiny 𝐺𝑛, vygenerovaných generátorom 𝑔 je súči-
nom prvočíselných faktorov čísla (𝑝−1). Číslo 𝑛 sa nazýva stupeň generátoru, alebo
taktiež stupeň vygenerovanej množiny. Grupy, ktorých stupeň je menší, než (𝑝− 1),
nazývame niekedy podgrupy. Princíp kryptosystému je nasledovný. Majiteľ krypto-
systému musí najprv vygenerovať parametre 𝑝, 𝑔, 𝑥 a 𝑦. Z bezpečnostných dôvodov
musí byť hodnota 𝑝 − 1 násobkom dostatočne veľkého prvočísla 𝑞, ktoré je stup-
ňom použitej podgrupy. V súčasnej dobe sa odporúča zvoliť prvočíslo 𝑞 o veľkosti
𝑁 = 224 bitov a prvočíslo 𝑝 by malo mať dĺžku 𝐿 = 2048 bitov.[1][2][3] Po vyge-
nerovaní parametrov nasleduje konštrukcia podgrupy 𝐺𝑞. Genrátor 𝑞 ∈< 1, 𝑝− 1 >
podgrupy 𝐺𝑞 je celé číslo, ktoré ma vlastnosť,že pokiaľ sa postupne použijú všetky
možné exponenty 𝑥 ∈< 1, 𝑞 >, mocnením
𝑦 = 𝑔𝑥𝑚𝑜𝑑𝑝 (1.16)
sa získa celkom 𝑞 rôznych hodnôt mocnín. Generátor sa určuje nasledovne. Vypočíta
sa hodnota
𝑒 = (𝑝− 1)
𝑞
, (1.17)
náhodne sa zvolí ℎ ∈< 2, 𝑝− 2 > ak
𝑎 = ℎ𝑒𝑚𝑜𝑑𝑝 ̸= 1 (1.18)
potom 𝑔 = 𝑎. V opačnom prípade sa zvolí iná hodnota ℎ a postup sa zopakuje.
1.2.3 Kryptosystémy eliptický kriviek
Asymetrické kryptosystémy typu EC (“Elliptic Curve”) sú najnovším členom sku-
piny asymetrických kryptosystémov, používajú sa od polovice 80. rokov. V porovnaní
s RSA, alebo DL asymetrickými kryptosystémami, poskytuje porovnateľnú bezpeč-
nosť pri použití kratších kľúčov (160-256 bit vs. 1024-3072 bit). Bezpečnosť týchto
kryptosystémov spočíva v obtiažnosti riešenia problému diskrétneho logaritmu na
eliptickej krivke. Ak je známe celé kladné číslo 𝑢 a bod 𝐺 eliptickej krivky, je ľahké
vypočítať bod 𝑈 = 𝑢 · 𝐺. Pokiaľ z uvedeného vzťahu sú zverejnené len body 𝑈
a 𝐺, nájdenie činiteľa 𝑢 je vo všeobecnom prípade prakticky nemožné. Z toho vy-
plýva, že parametre eliptickej krivky a body 𝑈 a 𝐺 sú verejne známe a parameter 𝑢
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je súkromný, alebo utajený. Narozdiel od kryptosystémov typu DL, kryptosystémy
EC využívajú aditívnu grupu na množine bodov eliptickej krivky. Axiomy aditívnej
grupy.[1][2][3]
• Uzavretosť grupy voči sčítaniu 𝑎+ 𝑏 ∈ 𝐺
• Asociatívny zákon (𝑎+ 𝑏) + 𝑐 = 𝑎+ (𝑏+ 𝑐)
• Existencia neutrálneho prvku 0 ∈ 𝐺, kde pre každé 𝑎 ∈ 𝐺 platí: 𝑎 + 0 = 𝑎 =
0 + 𝑎 = 𝑎
• Pre každé 𝑎 ∈ 𝐺 existuje inverzný prvok −𝑎, kde platí: 𝑎+(−𝑎) = −𝑎+𝑎 = 0
• Komutatívnosť grupy 𝑎+ 𝑏 = 𝑏+ 𝑎
Eliptická krivka je rovinná krivka a každý jej bod 𝑃𝑖 je daný kartézskymi súrad-
nicami. Potom platí, že 𝑃𝑖 = (𝑥𝑖, 𝑦𝑖), kde 𝑥𝑖 je súradnica bodu na ose 𝑥 a 𝑦𝑖 je
súradnica bodu na ose 𝑦. V kryptografií sa používajú krivky, pre ktorých súradnice
bodov (𝑥, 𝑦) platí rovnica:
𝑦2𝑚𝑜𝑑𝑝 = (𝑥3 + 𝑎 · 𝑥+ 𝑏)𝑚𝑜𝑑𝑝 (1.19)
, kde pre parametre 𝑎 a 𝑏 musí platiť
(4 · 𝑎3 + 27 · 𝑏2)𝑚𝑜𝑑𝑝 ̸= 0. (1.20)
Pre body eliptickej krivky je definovaná operácia sčitania 𝑃𝑘 = 𝑃𝑖 + 𝑃𝑗. Vykonáva
sa podľa nasledujúcich rovníc.
𝑥𝑘 = (𝜆2 − 𝑥𝑖 − 𝑥𝑗)𝑚𝑜𝑑𝑝 (1.21)
𝑦𝑘 = (𝜆 · (𝑥𝑖 − 𝑥𝑘)− 𝑦𝑖)𝑚𝑜𝑑𝑝, (1.22)
kde výpočet hodnoty 𝜆 sa líši podľa bodov 𝑃𝑖 a 𝑃𝑗 Ak 𝑃𝑖 = 𝑃𝑗 𝜆 = 3·𝑥𝑖
2+𝑎
2·𝑦1 𝑚𝑜𝑑𝑝 Ak
𝑃𝑖 ̸= 𝑃𝑗 𝜆 = 𝑦𝑗−𝑦𝑖𝑥𝑗−𝑥𝑖𝑚𝑜𝑑𝑝 Ešte je potrebné zadefinovať neutrálny prvok 𝑃0, taktiež
nazývaný ako bod v nekonečne. Výsledkom ľubovoľného bodu 𝑃𝑖 s bodom 𝑃0 je
daný bod 𝑃𝑖. K bodu 𝑃 = (𝑥, 𝑦) je opačným prvkom bod −𝑃 = (𝑥, 𝑝− 𝑦). Pre tieto
prvky platí,že 𝑃 + (−𝑃 ) = 𝑃0. Násobením bodu eliptickej krivky číslom umožňuje
definovať cyklickú grupu, keďže násobenie 𝑢 · 𝑃𝑖 sa všeobecne môže zadefinovať ako
(𝑢− 1) pričítanie bodu 𝑃𝑖 k sebe samému. Pokiaľ je zvolený určitý bod krivky ako
generujúci bod G, s jeho pomocou je možné vygenerovať množinu bodov príslušnej
grupy. Počet vygenerovaných bodov eliptickej krivky určuje stupeň grupy, alebo
generatóra. V súčastnosti sa považujú za minimálne bezpečné eliptické krivky s
počtom bodov aspoň 2224.[1][2][3]
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1.3 Digitálny podpis
Digitálné podpisy sú v dnešnej dobe jeden z najdôležitejších a najrozšírenejších ná-
strojov kryptografie. Zdieľajú niektoré vlastnosti s vlastnoručnými podpismy, naprí-
klad, poskytuju jedinečnú metódu overenia pôvodu správy, alebo jej autentičnosti.
Správa 𝑚 je svojím autorom rozšírená o autentizačnú číselnú postupnosť. Táto po-
stupnosť sa nazýva podpis 𝑠 a závisí na pôvodnej správe a na nejakej utajovanej
informácií K, ktorú všeobecne pozná len autor správy a teda správnu autentizačnú
postupnosť dokáže vygenerovať len táto osoba, alebo užívateľ. Adresát správnosť
autentizačnej postupnosti kontroluje,čím overí autentičnosť doručených správ. Ako
bolo už spomínané, autentičnosťou správy sa rozumie stav, keď informácie o pôvode
prijatej správy sú pravdivé. Informácie o pôvode správy obvykle popisujú autora
správy, čas vzniku a miesto vzniku správy a ďalšie ľubovoľné informácie zadefino-
vané prevádzkovateľom kryptosystému. S autentičnosťou správ úzko súvisia pojmy
nepopierateľnosť a integrita. Integritou správy sa chápe stav, ktorý zaručuje, že
správa nebola pozmenená behom svojho prenosu. Adresát prijal správu, ktorá je
totožná so správou odoslanou autorom. Dôsledkom akejkoľvek modifikácie spravy,
čo i len jedineho bitu, nemožno uvádzať ako pôvodcu správy jej odosielateľa, kedže
odosielateľ takúto správu neodoslal. Princíp digitálneho podpisu je zobrazený na ob-
rázku.[1][2][3] Každa podpisujúca strana si najprv vytvorí dvojicu kľúčov (𝑘𝐴, 𝑘−1𝐴 ),
Obr. 1.5: Digitálny podpis, prebraté z [2]
kde 𝑘−1𝐴 je súkromný kľúč určený k podpisovaniu a 𝑘𝐴 je verejný kľúč určený k veri-
fikácii podpisu. Pôvodca správy odošle adresátovi A správu 𝑚 spolu s jej podpisom
𝑠, vygenerovaný vzťahom
𝑠 = 𝐷𝐴(𝑚) = 𝐷−1𝑘𝐴 (𝑚). (1.23)
Na strane adresáta, niekedy označovaného ako overiteľa, sa v kryptosystéme vykoná
verifikácia podpisu, čo je funkcia, ktorej vstupom je správa 𝑚, podpis 𝑠 a overovací
kľúč 𝑘𝐴. Hodnota tejto funkcie môže mať dve výstupné hodnoty. Buď je správa au-
tentická, to znamená, že informácie o pôvode správy sú pravdivé, alebo správa nie
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je autentická.
Špeciálnou vlastnosťou asymetrického kryptosystému je nepopierateľnosť ("non-repudiation").
U symetrického kryptosystému môže pečať správy vytvoriť nie len jej autor A, ale
taktiež jej overovateľ B. Overovateľ B pozná overovací kľúč a z neho môže odvodiť
podpisový kľúč. Následne môže vytvoriť nejakú správu, do informácií o jej pôvode
uvedie ako pôvodcu autora A, použije správný kľúč k vytvoreniu podpisu a zašle túto
správu s podpisom sám sebe. Takto môže tvrdiť, že správa bola zaslaná autorom
A, pričom všeobecne mu nikto nemôže dokázať opak. Z uvedeného dôvodu sa táto
práca nebude zaoberať symetrickými algoritmami pre digitálny podpis. Algoritmy
digitálneho podpisu sa principiálne skladajú z troch základných funkcií.[1][2][3]
• Generovanie vytvorí sa pár kľúčov
• Podpísanie (𝑘−1𝐴 ,𝑚) na vstupe tejto funkcie je správa a súkromný kľúč a vy-
generuje digitálny podpis 𝑠 správy 𝑚
• Overenie podpisu (𝑘𝐴,𝑚, 𝑠) na základe vstupných hodnôt správy, jej podpisu
a kľúča sa overí, či podpis 𝑠 je platný pre správu 𝑚 a bol vygenerovný kľúčom
𝑘−1𝐴 .
Obr. 1.6: Funkcie digitálného podpisu, prebraté z [2]
1.3.1 DSA
Podpis DSA bol navrhnutý americkým NIST (The Natinal Institute of Standards
and Technology) v roku 1991. Je zaregistrovaný pod označením FIPS 186 (Federal
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Information Processing Standards) ako štandard DSS (Digital Signature Standard).
Je zástupcom kryptosystémov založených na riešení problému diskrétneho logaritmu.
[1][2][3][4]
Algoritmus pracuje s dvomi cyklickými grupami vygenerovanými na množine 𝑍*𝑝 ,
ktorá je definovaná ako množina kladných celých čísel menších a nesúdeliteľných s
𝑝.
Generovanie kľúčov pre DSA
Každá podpisujúca strana si najprv vytvorí dvojicu kľúčov (𝐾𝑠, 𝐾𝑣), kde 𝐾𝑠 je
súkromný kľúč určený k podpisovaniu a𝐾𝑣 je verený kľúč určený k overeniu podpisu.
Ak sú dané parametre DL kryptosystému (𝑝, 𝑔, 𝑞) potom súkromný kľúč je náhodne
zvolené číslo z intervalu <1,q-1>. Verejný kľúč sa určí podľa vzťahu
𝐾𝑣 = 𝑔𝑥𝑚𝑜𝑑𝑝. (1.24)
Podpis správy
K vytvoreniu podpisu podľa DSA poslúži uvedený algoritmus. Zvolí sa náhodne
tajné číslo 𝑘 ∈< 1, 𝑞 − 1 >. Vypočíta sa 𝑟 podľa vzťahu
𝑟 = (𝑔𝑘𝑚𝑜𝑑𝑝)𝑚𝑜𝑑𝑞, (1.25)
pokiaľ hodnota je 𝑟 nenulová pokračuje sa ďalším krokom, inak sa opakuje výber
tajného čísla 𝑘 a výpočet 𝑟. Vypočíta sa inverzné číslo ku 𝑘 v module 𝑞, čo je číslo
𝑘−1𝑚𝑜𝑑𝑞. Zvolí sa ľubovoľná hašova funkcia k výpočtu hašu správy ℎ = 𝐻(𝑚).
Hodnota hašu sa použije pri výpočte parametra 𝑠 podľa vzťahu
𝑠 = [𝑘−1 · (ℎ+ 𝑥 · 𝑟)]𝑚𝑜𝑑𝑞. (1.26)
Ak hodnota parametra 𝑠 je nulová, je nutné zvoliť znovu tajný náhodný parameter 𝑘
a vykonať odznovu všetky predošle kroky. Nulová hodnota parametru 𝑟 by výlúčila
vplyv kľúču, teda parameter 𝑠 by závisel len ℎ a 𝑘. Ak by bol parameter 𝑠 rovný
nule, nebolo by možné overiť podpis správy, kedže je nutné spočítať hodnotu 𝑠−1,
ktorá pre 𝑠 = 0 nie je definovaná. Výstupom tohto algoritmu je dvojica parametrov
(𝑟, 𝑠) reprezentujúca podpis správy 𝑚.
Verifikácia podpisu správy
Po prijatí podpísanej správy, overujúca strana použije dôveryhodne získaný overo-
vací kľúč autora podpisu podľa nasledovného postupu. Ako prvé sa kontroluje, či je
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parameter 𝑟 v rozsahu <1,q-1>. V prípade, že je mimo uvedený rozsah, podpis je
neplatný. Vypočíta sa hodnota 𝑤 podľa vzťahu
𝑤 = 𝑠−1𝑚𝑜𝑑𝑞 (1.27)
a výpočíta sa haš prijatej podpísanej správy 𝑚, ℎ = 𝐻(𝑚). Zistia sa hodnoty 𝑧 a 𝑡
podľa vzťahov
𝑧 = (ℎ · 𝑤)𝑚𝑜𝑑𝑞, (1.28)
alebo
𝑡 = (𝑟 · 𝑤)𝑚𝑜𝑑𝑞. (1.29)
Kritériom platnosti DSA podpisu je rovnosť parametrov 𝑣 = 𝑟. Parameter 𝑣 sa
spocíta podľa vzťahu
𝑣 = [(𝑔𝑧 · 𝑦𝑡)𝑚𝑜𝑑𝑝]𝑚𝑜𝑑𝑞. (1.30)
1.3.2 ECDSA
ECDSA (“Elliptic Curve Digital Signature”) je v praxi často používany podpis.
Ako z názvu vyplýva, je zástupcom asymetrických kryptosystémov typu EC. Jeho
výhodou je použitie podstatne kratších kľučov (160-256 bitov) v porovnaní s RSA
alebo DL kryptosysteéami (1024-3072 bitov). [1][2][3][4]
Generovanie kľúčov pre ECDSA
Podpisujúca strana vytvorí dvojicu (𝑢, 𝑈), kde 𝑢 je súkromný kľúč určený k pod-
pisovaniu a 𝑈 je verejný kľúč určený k overovaniu podpisu vytvoreného pomocou
súkromného kľúča u. Ak sú dané parametre eliptickej krivky 𝑔,𝐺), potom súkromný
kľúč u je náhodne vybrané číslo z intervalu <1,q-1>. Verejný kľúč 𝑈 je potom bodom
eliptickej krivky, ktorý sa určí podľa vzťahu
𝑈 = 𝑢 ·𝐺. (1.31)
Podpis správy pomocou ECDSA
Zvolí sa náhodné tajné číslo 𝑘 ∈< 1, 𝑞 − 1 >. Pomocou tajného čísla 𝑘 sa vypočíta
nový bod 𝑅 na eliptickej krivke pomocou vzťahu
𝑅 = 𝑘 ·𝐺 = (𝑥𝑟, 𝑦𝑟). (1.32)
K výpočtu prvého parametru podpisu 𝑟 sa použije súradnica bodu 𝑅 na ose x. Ak
podmienka 1.33 je splnená, je nutné znovu zvoliť hodnotu tajného čísla 𝑘.
𝑟 = 𝑥𝑅𝑚𝑜𝑑𝑞 = 0 (1.33)
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Vykoná sa výpočet inverzného čísla ku 𝑘 v module 𝑞, čo je číslo 𝑘−1𝑚𝑜𝑑𝑞. Zvolí sa
ľubovoľná hašovacia funkcia k výpočtu hašu správy ℎ = 𝐻(𝑚). Druhý parameter
podpisu správy sa vypočíta podľa vzťahu
𝑠 = [𝑘−1 · (ℎ+ 𝑢 · 𝑟)]𝑚𝑜𝑑𝑞. (1.34)
Ak hodnota parametra 𝑠 je nulová, je nutné zvoliť znovu tajný náhodny parameter
𝑘 a vykonať odznovu všetky predošlé kroky. Výstupom tohto algoritmu je dvojica
parametrov (𝑟, 𝑠) reprezentujúca podpis správy 𝑚.
Verifikácia podpisu správy
Verifikácia podpisu správy vykonáva overujúca strana. Použije dôveryhodne získaný
overovací kľúč autora podpisu podľa nasledovného postupu. Ako prvé sa kontroluje,
či je parameter 𝑟 v rozsahu <1,q-1>. V prípade, že je mimo uvedený rozsah, podpis
je neplatný. Vypočíta sa hodnota 𝑤 podľa vzťahu
𝑤 = 𝑠−1𝑚𝑜𝑑𝑞 (1.35)
a výpočíta sa haš prijatej podpísanej správy 𝑚, ℎ = 𝐻(𝑚). Ak bola správa nezme-
nená počas prenosu, jej haš bude totožný s hašom získaným pri podpisovaní. Zistia
sa hodnoty 𝑧 a 𝑡 podľa vzťahov
𝑧 = (ℎ · 𝑤)𝑚𝑜𝑑𝑞, 𝑎𝑙𝑒𝑏𝑜 (1.36)
𝑡 = (𝑟 · 𝑤)𝑚𝑜𝑑𝑞. (1.37)
Nakoniec sa spočíta bod 𝑉
𝑉 = (𝑥𝑣, 𝑦𝑣) = 𝑧 ·𝐺+ 𝑡 · 𝑈. (1.38)
Súradnica bodu 𝑉 na ose x, poslúži k výpočtu parametru 𝑣 podľa vzťahu
𝑣 = 𝑥𝑣𝑚𝑜𝑑𝑞. (1.39)
Podpis je platný len v prípade ak platí 𝑣 = 𝑟. Z toho vyplýva, že vypočítané body
𝑅 a 𝑉 dvomi rôznymi funkciami sa musia rovnať 𝑉 = 𝑅.
1.4 Hašovacie funkcie
Hašovacie funkcie predstavujú dôležitú skupinu kryptografických funkcií. Najmä sa
uplatnili v oblasti dátovej integrity a overovania správ, alebo k overeniu totožnosti
užívateľa. Predstavujú typ jednosmernej funkcie s pevnou dĺžkou výstupu, ktorá
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mapuje správu,alebo vzor o voľnej bitovej dĺžke do určitého obrazu s pevne stanove-
nou dĺžkou, bez použitia kľúča. Tento obraz, taktiež nazývaný haš ("hash") sa stáva
reprezentantom správy, jeho dĺžka býva typicky 128-512 bitov. Vzhľadom k dĺžkam
vzorov a hašov, počet prvkov množiny vzorov je mnohonásobne vyšší, než počet
prvkov množiny hašov. Preto odlišné vzory sa môžu mapovať do spoločného hašu a
vzniká kolízia vzorov. Hašovacia funkcia obvykle splňuje tieto požiadavky[1][2][3][4]:
• odolnosť voči získaniu vzora (“preimage resistance”)
• odolnosť voči modifikácií vzora (“2nd-preimage resistance”)
• odolnosť voči kolíziam (“collision resistance”)
Obr. 1.7: Haš funkcia, prebraté z [2]
1.5 Digitálne certifikáty a certifikačná autorita
Digitálny certifikát je datová štruktúra pozostávajúca z dátovej časti a digitálneho
podpisu. Jeho zmyslom je spojiť informácie o vlastníkovi verejného kľúča so samot-
ným učelom daného kľúča. Datová časť obsahuje textové informácie o vlastníkovi
verejného kľúča, ako meno vlastníka, hodnotu verejného kľúča, alebo dobu plast-
nosti kľúča. Digitálny podpis potvrdzuje pravosť údajov uvedených v datovej časti
od všeobecne dôveryhodnej autority (“Certification Authority”), čím sa zaručí au-
tenticita verejného kľúča a jeho vlastníka.[1][2][4][5] V súčastnosti sa v praxi najčas-
tejšie vyskytujú certifikáty X.509 kódované podľa štandardu RFC 5280. Používajú
sa dva hlavné formáty rozlišiteľné na prvý pohľad koncovkou súbora[14].
• .DER,.CER,.CRT certifikáty používajú binárne kódovanie
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• .PEM kódované pomocou Base64
1.5.1 Vytvorenie certifikátu
Certifikačná autorita pred podpísaním dat by mala overiť platnosť a pravosť po-
skytnutých údajov daného žiadateľa. Rozlišujú sa dva prípady:
1. Dôveryhodná, alebo certifikačná autorita vytvorí dvojicu kľúčov (”Trusted
third party generation”)
2. Certifikát podpisaný sám sebou (”self-certification”)
V prvom prípade certifikačná autorita, alebo iný dôveryhodný subjekt vytvorí dvo-
jicu verejný a privátny kľúč pre žiadateľa o certifikát. Pokial kľúče neboli vytvorené
certifikačnou autoritou, daný dôveryhodný subjekt musí požiadať CA o vytvorenie
certifikátu.
Druhý spôsob je jednoduchý, ale stráca podstatu overenia údajov žiadateľa o certifi-
kát nezávislým a všeobecne dôverným subjektom. Žiadateľ si vytvorí pár súkromný
a verejný kľúč, ktorý si sám opatrí certifikátom.
1.5.2 Použitie a verifikácia certifikátu
Proces použitia certifikátu medzi dvomi entitami A a B je popísaný nasledovným
postupom.
1. Jednorázové získanie verejného kľúča od certifikačnéj autority
2. Získanie identifikačného reťazca entity A
3. Získanie certifikátu entinty A a potvrdenie identifikačného reťazca
4. (a) Verifikácia časovej platnosti certifikátu
(b) Verifikácia verejného kľúča
(c) Verifikácia podpisu entity A
(d) Verifikácia, či nebola odobraná platnosť certifikátu z iného dôvodu, než
uplynutia doby platnosti
5. Ak sú uspešné všetky predošlé body, verejný kľúč v certifikáte entity A je
autentický [4][5]
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2 AUTENTIZÁCIA ENTITY
Autentizácia je proces, ktorého cieľom je overiť pravosť totožnosti entity, za ktorú
sa udáva. Pred procesom autentizácie musí entita, ako dokazovateľ predložiť infor-
mácie, podľa ktorých overovateľ overí pravosť identity. Proces predloženia týchto
informácií sa nazýva identifikácia. Identifikácia a autentizácia na seba nadväzujú,
ako dva neoddeliteľné procesy. Po úspešnej autentizácií nasleduje procedúra auto-
rizácie, ktorá prideľuje práva príslušnej overenej entite k využívaniu istých služieb
v systéme. Na overenie totožnosti sa využívajú tri druhy autentizačných údajov,
líšiace sa hlavne bezpečnostnou úrovňou a spôsobom ich vytvárania[2][5]:
1. Autentizácia predmetom
2. Autentizácia znalosťou
3. Autentizácia vlastnosťou
2.1 Autentizácia predmetom
Entita žiadajúca o autentizáciu preukáže svoju identitu overovateľovi vlastníctvom
nejakého predmetu, všeobecne nazývaného fyzický token. Overovateľ môže skontro-
lovať platnosť tokenu buď manuálne, alebo automatizovaným procesom. Hlavnou
výhodou autentizácie predmetom spočíva v jednoduchosti overenia identity pre člo-
veka. Za nevýhodu sa považuje komplikovaná úschova,výroba a distribúcia fyzických
tokenov.[2][5]
• fyzické kľúče
• Identifikačné karty
• Magnetické karty
• Smart Cards
• USB tokeny
2.2 Autentizácia znalosťou
Overenie žiadateľa prebieha na základe utajenej informácie, ako napríklad heslo,
osobné identifikačné číslo PIN, alebo kryptografický kľúč. Táto informácia môže byť
statická, alebo sa môže meniť v čase a potom sa nazýva dynamická informácia. Prin-
cíp dynamicky meniacej sa informácie umožňuje implementovať systémy so silnou
autentizáciou. Daná tajná informácia sa môže meniť príliš rýchlo, alebo jej dĺžka je
príliš veľka pre pamäť človeka. V dôsledku toho existujú prídavne technológie bez-
pečnej úschovy tajných informácií ako magnetické karty, smart card, USB tokeny,
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alebo softwarové riešenia bezpečného uloženia a správy hesiel. Hoci mnohé už spomí-
nané technológie sa používajú pri autentizácií predmetom, ich úlohou v autentizácií
znalosťou nie je preukázať ich samotnú existenciu, ale rozširujú pamäťové možnosti
človeka. V praxi sa často tieto dva autentizačné prístupy kombinujú. Výber z ban-
komatu je možné vykonať len v prípade ak entita je držiteľom bankomatovej karty
a zároveň pozná PIN príslušnej karty.[2][5]
• Statická informácia
• Dynamicky meniaca sa informácia
• Jednorázové heslá
• Mechanizmus Challenge-Response
2.2.1 Statická informácia
Najčastejšie vyskytujúca sa forma autentizácie v počítačových sieťach a distribuova-
ných systémoch je formou zadania hesla. Napriek známym bezpečnostným rizikám,
tieto systémy sa jednoducho implementujú a z pohľadu užívateľa je ich použitie tak-
tiež nenáročné. Problémy statických informácií možno zhrnúť do dvoch bodov.[2][5]
1. Jednoducho zapamätateľné heslá. Utočník je schopný uhádnuť heslo a následne
je schopný sa skryť za identitu iného užívateľa.
2. Prenos nezašifrovaných hesiel. V prípade, že prenášané heslá sa šifrujú stále
rovnakou a dobre známou šifrovaciou funkciou, útočník môže šifrovať vygene-
rovaných kandidátov na heslo až pokiaľ nenájde kryptogram, ktorý je totožný
s odchyteným kryptom obsahujúcim užívateľove heslo. Ako riešenie bol navr-
hnutý protokol SSL/TLS, ktorý šifruje vždy rozdielnou funkciou pred preno-
som dát.
2.2.2 Dynamicky meniaca sa informácia
Každý autentizačný proces pracujúci s dynamicky meniacou sa tajnou informáciou
požaduje unikátnu informáciu, ktorá nemôže byť neskôr zneužitá. Ak sa ju podarí
útočníkovi odchytiť, nebude možné pomocou nej sa autentizovať po druhýkrat do
systému, pretože jej platnosť už vypršala. Príkladom takejto tajnej informácie je
TAN (transaction authentication number), používajúci sa v bankovníctve alebo e-
goverment aplikáciach. TAN je náhodne vygenerované číslo overovateľom, ktorý ho
pošle žiadateľovi o autentizáciu.[2][5]
2.2.3 Jednorázové heslá
Sú veľmi podobné TANu, s rozdielom, že tajná informácia sa generuje dynamicky a
deterministicky na oboch stranách komunikácie zároveň. Firma RSA Security Inc.
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predstavila na trh token SecurID. V súčasnosti je to najpoužívanejší a najrozšíre-
nejší systém založený na jednorázových heslách. Ak majiteľ SecurID tokenu sa chce
autentizovať, prečíta vygenerované číslo na zobrazovači tokena, zadá ho do prihla-
sovacieho systému spolu s iným údajom, typicky statické heslo.[2][5]
2.2.4 Mechanizmus Challenge-Response
Mechanizmus Challenge-Response využíva typ autentizácie na princípe výzva / od-
poveď. Žiadateľ zašle postupnosť autentizačnej informácie overovateľovi, ktorý sám
verifikuje platnosť zaslaných údajov, bez interakcie od žiadateľa. Samotný proces
overenia užívateľa môže prebiehať nasledovne[6]:
1. užívateľ iniciuje prihlasovací proces
2. server pošle klientovi náhodný reťazec znakov (challenge)
3. klient tento reťazec znakov zašifruje pomocou svojho hašovaného hesla a pošle
na server (response)
4. server zašifruje ním vygenerovaný reťazec znakov pomocou šifry užívateľovho
hesla, ktorú získa v databáze užívateľov
5. server porovná odpoveď, ktorý dostal od užívateľa s výsledkom, ku ktorému
sa dostal sám v bode 4. Ak tam je úplná zhoda, užívateľ je overený
2.3 Autentizácia vlastnosťou
Vlastnosťou sa v tomto prípade myslia biometrické vlastnosti žiadateľa. Ako histo-
ricky prvou použitou biometrickou vlastnosťou boli použité odtlačky prstov. V sú-
časnosti je možné použiť ako biometrický údaj od obrazu tváre, cez sietnice oka až po
rozpoznávanie hlasu. Spomedzi ostatných autentizačných technológií je autentizácia
pomocou biometrických údajov pomerne nákladná a zložito implementovateľná.[2][5]
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3 BEZPEČNOSTNÉ TOKENY
3.1 Magnetické karty
Magnetické karty, alebo karty s magnetickým pruhom sú plastové karty vo formáte
ID-1, ktoré sú svojou veľkosťou vhodné na uloženie do peňaženky. Začiatkom 60.
rokov minulého storočia, inžinier Forrest Parry zo spoločnosti IBM, sa stal prie-
kopníkom v oblasti uloženia citlivých dat na plastovú kartu pomocou magnetickej
polarizácie. Magnetický pruh s digitálne enkódovanými datami sa zvyčajne nachádza
na zadnej strane plastovej karty. Data sa čítajú pretiahnutím magnetického pruhu
karty cez čítaciu hlavu. ISO štandard 7811 špecifikuje veľkosť magnetických kariet,
vlastnosti magnetického pruhu a enkódovanie dat. Magnetický pruh sa podľa tohoto
štandardu delí až na tri zapisovacie stopy (”tracks”).[7][9] Vlastnosti jedntotlivých
stôp sú vypísané v tabuľke 3.1. Stopa 1 uchováva informácie o držiteľovi karty, číslo
Tab. 3.1: Vlastnosti stôp podľa ISO 7811, prebraté z [7]
Vlastnosti Stopa 1 Stopa 2 Stopa 3
Maximálna veľkosť dat 79 znakov 40 znakov 107 znakov
Enkódovanie dat 6-bit alfanumerické 4-bit BCD 4-bit BCD
Hustota dat 210 bpi (8.3 bit/mm) 75 bpi (3 bit/mm) 210 bpi (8.3 bit/mm)
Zápis Nepovolený Nepovolený Povolený
účtu (PAN - “personal account number”), dátum expirácie karty a príznaky, ktoré
určujú, či je nutné pri použití karty zadávať PIN, alebo či je s kartou možno usku-
točniť zahraničné platby. Stopa 2 je najčastejšie použitá pre bankomaty a čítačky
Obr. 3.1: Príklad stopy 1, prebraté z [9]
kreditných kariet. Obsahuje prakticky len numerické znaky zo Stopy 1. Stopa 3
sa v súčasnosti využíva na uchovanie doplnkových dat, ako najčastejšie vykonané
transakcie v prípade kreditných kariet[7][9].
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Obr. 3.2: Umiestnenie stôp na magnetickej karte, prebraté z [7]
3.2 Smart Cards
Smart Card je zariadenie so zabudovaným integrovaným obvodom, ktorý obsahuje
komponenty pre prenos, úschovu a spracovanie dat. Data môžu byť prenášané, buď
kontaktne pomocou zabudovaných pinov na karte, alebo bezkontaktne vložením
karty do magnetického poľa generovaného čítacim zariadením. Oproti magnetickým
kartám má technológia smart card radu výhod. Na magnetický pruh je možné v
súčasnosti zapísať približne 1000 bitov dat, kdežto čipy implementované v smart
card obsahujú pamať s veľkosťou od 256kB a viac. Je všeobecný predpoklad, že
pamaťové možnosti sa budú rozširovať s každou novou generáciou týchto kariet uve-
denou na trh. Použitím integrovaných obvodov sa taktiež zvyšujú možnosti ochrany
dat uložených v smart card pred neautorizovanou manipuláciou, alebo neautorizo-
vaným prístupom k nim. Kedže prístup k datám na karte je možný len pomocou
sérioveho rozhrania, ktoré je riadené operačným systémom karty a zabezpečovacou
logikou, citlivé data sú ochránené pred vonkajším prístupom. Prácu s týmito datami
vykonáva len výhradne dedikovaný interný čip karty. V kombinácií s implementova-
nými kryptografickými algoritmami a relatívne dlhou životnosťou karty, smart card
technológia poskytuje širokú škálu rôznych praktických využití od finančných, či ko-
munikačných služieb, až po riadenie prístupu zamestnancov, alebo zber informácií
o stave pacienta v zdravotníctve. Technológia smart card je v súlade s medzinárod-
nými štandardmi ( ISO 7816 a ISO 14443 ) a je k dispozícií v rôznych prevedeniach,
vrátane plastových kariet, kľúčeniek, GSM kariet alebo vo forme USB tokenov. De-
lenie smart card može byť podľa typu použitého čipu a to na pamäťové karty, alebo
karty s mikrokontrolérom, alebo podľa spôsobu prenášania dat a to na kontaktné,
bezkontaktné alebo s dvojím rozhraním[7][8].
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Obr. 3.3: Klasifikácia Smart Card technológie, prebraté z [7]
3.2.1 Pamäťové karty
Data sú uložené v pamäti, typicky sa používa pamäť EEPROM. Prístup do nej
spadá pod správu zabezpečovacej logiky, ktorá v najjednoduchšom prevedení po-
skytuje ochranu proti zápisu, alebo ochranu proti mazaniu pamäti, alebo určitých
pamäťových oblastí. Avšak existujú aj pamäťové čipy s komplexnejšiou zabezpečo-
vaciou logikou schopné šifrovať data. Na prenos dat z karty slúži I/O port, ktorý
je obsluhovaný synchrónnym prenosovým protokolom definovaným podľa štandardu
ISO 7816. Pamäťové karty sa používajú zväčša v poisťovníctve, ako karta poistenca,
alebo v telekomunikáciach ako predplatená telefónna karta[7][8].
3.2.2 Mikroprocesorové karty
Architektúra čipu v karte s mikroprocesorom je zobrazená na obrázku Obr.3.4.
Skladá sa z procesoru, pamätí typu ROM, EEPROM, RAM a portu pre I/O operácie.
Pamäť typu ROM obsahuje od výroby operačný systém pre čip, jej obsah nemožno
v žiadnom prípade modifikovať počas celej životnosti karty. Data a kód programu sú
uložené v prepisovateľnej pamäti EEPROM, ktorej správa podlieha bezprostredne
operačnému systému. Ako aj u iných architektúr, pamät RAM slúži ako pracovná
pamät pre procesor. Je volatilná, čiže po strate napájacieho napätia sa jej obsah
vytratí. Sériový I/O port zvyčajne obsahuje jeden register, cez ktorý sa uskutočňuje
prenos dat po bitoch. V najjednoduchšom prevedení karty s mikroprocesorom obsa-
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Obr. 3.4: Architektúra kontaktnej pamäťovej karty, prebraté z [7]
hujú jednoúčelový optimalizovaný program pre konkrétne použitie karty. Moderné
operačné systémy určené pre smart card umožňujú integrovať na jednu kartu nie-
koľko rôzných aplikáčných programov. Tie môžu byť prítomné na karte od výrobcu,
a taktiež držiteľ karty je schopný nahrať svoj vlastný program do pamäte karty.
Tieto skutočnosti zvyšujú nároky na bezpečnosť jednotlivých programov[7][8].
Obr. 3.5: Architektúra kontaktnej karty s mikrokontrolérom, prebraté z [7]
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3.2.3 Bezkontaktné smart cards
Takisto ako kontaktné karty aj bezkontaktné uchovávajú data vo vstavanom čipe
v rámci karty. Narozdiel od kontaktných kariet, prenos dat a napájacieho napätia
sa odohráva v rámci magnetického alebo elektromagnetického poľa terminálu. Bez-
kontaktné karty obsahujú rovnaké komponenty ako kontaktné karty a navyše majú
vstavanú anténu. Priložením karty do elektromagnetického poľa terminálu sa akti-
vuje čip na karte. Po jeho uspešnej inicializáci nasleduje nadviazanie bezdrátového
spojenia medzi kartou a terminálom podľa dolu uvedenej sekvencie udalostí[7][8].
1. prenos napájacieho napätia pre integrovaný obvod
2. prenos hodinového signálu z terminálu do karty
3. prenos dat na kartu
4. prenos dat z karty
Bezkontaktná rádiová komunikácia s čipovou kartou podľa štandardu ISO/IEC
14443 využíva frekvenciu 13,56 MHz do vzdialenosti 10 cm od terminálu.V súčasnej
dobe prebieha štandardizácia vyšších prenosových rýchlostí až na hodnotu 848 Kb/s
a existujú dokonca laboratorné vzorky s rychlosťou až 5 Mb/s.
Obr. 3.6: Architektúra bezkontaktnej karty s mikrokontrolérom, prebraté z [7]
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4 SMARTCARD-HSM
SmartCard-HSM patrí medzi mikroprocesorové karty, poskytuje rozličné kryptogra-
fické funkcie a predáva sa vo forme USB-tokenu, ID-1 karty s kontaktným, alebo
bezkontaktným rozhraním, alebo vo formáte MicroSD karty.
Používa sa v bezpečnostných aplikáciách pre autentizáciu, digitálny podpis, alebo
na šifrovanie dát.
OpenSC je sada nástrojov a knižníc pre vytváranie kryptografických tokenov a
manipuláciu s nimi. Implementuje štandard PKCS#11, ktorý vytvára rozhranie API
nezávislé na platfrome. API definuje najčastejšie používané kryptografické objekty
ako RSA kľúče, X.509 certfikáty a príslušné metódy pre prácu s týmito objektami
[12].
4.1 Inicializácia tokenu so zálohovaním kľúča
Program sc-hsm-tool je súčasť balíka nástrojov OpenSC, slúži k inicializácií zaria-
dení, vygenerovanie dotazu k stavu zariadenia, alebo k vytvoreniu a importovaniu
záloh kľuča.
Povolenie zálohovacieho mechanizmu SmartCard-HSM zariadenia a jeho nasta-
venie prebieha pri iniciálizácii, ešte pred vygenerovaním akýchkoľvek kľučov užíva-
teľa. Vďaka tomuto mechanizmu je možné zašifrovať a následne vyexportovať kľúč
vygenerovaný v SmartCard-HSM zariadení. Zálohovaný kľúč možno importovať do
rovnakého, alebo iného SmartCard-HSM zariadenia, než z ktorého bol vyexporto-
vaný. Počas inicializácie zariadenia sa vytvorí programom sc-hsm-tool 256 bitový
AES kľuč, tzv. “Device Key Encryption Key” (DKEK). Pomocou tohoto kľúča za-
riadenie zašifruje vybraný privátny kľúč pred vyexportom. Kedže exportovaný súbor
je zašifrovaný pomocou symetrického kľúča, je potrebné nahrať tento DKEK na za-
riadenie spolu s uživateľovým kľúčom. Import DKEK do SmartCard-HSM zariadenia
prebieha po jeho jednotlivých podieloch. Ich počet sa uvedenie počas inicializácie
zariadenia, ktoré ostáva v tomto stave až do importu posledného podielu. Následne
sa vykoná rekonštrukcia DKEK z naimportovaných podielov. Typický počet použí-
vaných podielov DKEK je nasledovný [12]:
• 0 - SmartCard-HSM zariadenie vygeneruje len interný DKEK
• 1 - SmartCard-HSM zariadenie vyžaduje jeden externý DKEK podiel
• 3 - SmartCard-HSM zariadenie vyžaduje tri externé DKEK podiely od troch
rôznych užívateľov
Voľba pre interný DKEK sa používa pre povolenie obnovy kľúčov vygenerovaných na
konkrétnom SmartCard-HSM zariadení. Avšak v prípade poškodenia tohoto zaria-
denia, vyexportované kľúče nie je možné dešifrovať, kedže DKEK kľúč je nenávratne
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stratený. Aby sa predišlo dátovym stratám v prípade hardverovej chyby zariadenia
je nutné mať k dispozícii externý DKEK, ktorý može byť naimportovaný do nového
SmartCard-HSM zariadenia s užívateľovým kľúčom. Zariadenie, na ktorom pri ini-
cializáci nebol vygenerovný DKEK, nie je schopné vyexportovať svoje kľúče. Zmena
nastavenia pre DKEK je možná len pri reinicializácii zariadenia, avšak kľúče vyge-
nerované podľa predošlého nastavenia nebudú môcť byť spätne obnovené na tomto
zariadení.
Aktuálny stav tokenu možno overiť zavolaním programu sc-hsm-tool bez prepí-
načov v terminále.
$ sc-hsm-tool
Using reader with a card: Identive SCT3522CC token [CCID Interface] (21121350600275)
00 00
Version : 1.2
SmartCard-HSM has never been initialized. Please use –initialize to set SO-PIN and
user PIN.
Použitím prepínača -X sa upraví chovanie programu sc-hsm-tool, tak aby zmazal
všetky uložené kľúče, súbory, certifikáty a nastaví zariadenie do pôvodného stavu.
Proces reinicializácie zariadenia sa zaháji len v prípade uvedenia správneho hesla
zariadenia nazývaného SO-PIN. Nastavuje sa pri prvej inicializácií tokena spolu s
uživateľským PINom. SO-PIN musí obsahovať 16 hexadecimálnych znakov a môže
byť zmenený bez reinicializácie zariadenia.
$ pkcs11-tool –module /usr/lib64/pkcs11/opensc-pkcs11.so –login-type so –so-pin
03bc0acb56910cf3 –change-pin –new-pin 128956
Každá privilegovaná funkcia tokena vyžaduje znalosť SO-PINu, prípadne spolu s uži-
vateľovym PINom, vynechaním prepínača –so-pin, alebo –pin bude uživateľ vyzvaný
k ich zadaniu interaktívne. Po pätnástich neuspešných pokusoch o autentizáciu sa
SO-PIN automaticky zablokuje bez možnosti obnovy. V takom prípade nie je možné
meniť uživateľské PINy, ani znovu inicializovať zariadenie. Uživateľský PIN naroz-
diel od SO-PIN nemá pevne stanovenú dĺžku, avšak zmena dĺžky PINu vyžaduje
reinicializáciu zariadenia. Uživateľský PIN slúži k ochrane prístupu k ich kľúčom,
kdežto SO-PIN chráni zariadenie pred neautorizovanými zmenami.
Zálohovací mechanizmus sa povolí prepínačom –dkek-shares n, kde premenná n
definuje počet externých DKEK podielov nutných k rekonštrukcii celého DKEK.
Vynechaním tohto parametra pri inicializácii sa zablokuje funkcia pre export kľúčov
zo zariadenia. Ak sú požadované externé DKEK podiely, zariadenie ostáva v stave
inicializácie pokiaľ nebudú naimportované. V tomto stave nie sú povolené funkcie
pre import a generovanie kľúčov.
Keď držiteľ karty si vystačí len s interným DKEK, použije nasledovný príkaz.
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$ sc-hsm-tool -X –dkek-shares 0 –so-pin 03bc0acb56910cf3 –pin 128956
Opätovným použitím programu sc-hsm-tool bez prepínača je možné overiť iniciali-
záciu zariadenia.
$ sc-hsm-tool
Version : 1.2
User PIN tries left : 3
DKEK shares : 0
DKEK key check value : 8D27AA819F23F897
DKEK sa vygeneruje pomocou generátora náhodnych čísel SmartCard-HSM za-
riadenia. Vzhľadom k tomu, že externé podiely nie sú povolené DKEK shares:
0, zariadenie ukončí svoju inicializačnú fázu. Parameter DKEK key check value :
8D27AA819F23F897 reprezentuje haš konkrétneho DKEK. Dve zariadenia s rovna-
kou hodnotou parametru DKEK key check value uchovavajú rovnaký DKEK.
Externé podiely sa povolia uvedení ich počtu. Správnosť nastavenia sa overí za-
volaním programu sc-hsm-tool bez prepínačov.
$ sc-hsm-tool -X –dkek-shares 1 –so-pin 03bc0acb56910cf3 –pin 128956
$ sc-hsm-tool
Version : 1.2
User PIN tries left : 3
DKEK shares : 1
DKEK import pending, 1 share(s) still missing
$ sc-hsm-tool -X –dkek-shares 2 –so-pin 03bc0acb56910cf3 –pin 128956
Using reader with a card: Identive SCT3522CC token [CCID Interface] (21121350600275)
00 00
$ sc-hsm-tool
Version : 1.2
User PIN tries left : 3
DKEK shares : 2
DKEK import pending, 2 share(s) still missing
$ sc-hsm-tool -X –dkek-shares 3 –so-pin 03bc0acb56910cf3 –pin 128956
Using reader with a card: Identive SCT3522CC token [CCID Interface] (21121350600275)
00 00
$ sc-hsm-tool
Version : 1.2
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User PIN tries left : 3
DKEK shares : 3
DKEK import pending, 3 share(s) still missing
Z výpisu programu je zjavné, že k dokončeniu inicializácie SmartCard-HSM zaria-
dene očakáva určitý počet externých DKEK podielov k importu. Tie sa vytvoria
programom sc-hsm-tool s použitím prepínača –create-dkek-share a zadaním názvu
podielu.
$ sc-hsm-tool –create-dkek-share test-dkek-1.pbe
The DKEK share will be enciphered using a key derived from a user supplied password.
The security of the DKEK share relies on a well chosen and sufficiently long password.
The recommended length is more than 10 characters, which are mixed letters, numbers
and symbols.
Please keep the generated DKEK share file in a safe location. We also recommend to
keep a paper printout, in case the electronic version becomes unavailable. A printable
version of the file can be generated using öpenssl base64 -in <filename>".
Enter password to encrypt DKEK share :
Please retype password to confirm :
Enciphering DKEK share, please wait... DKEK share created and saved to test-dkek-1.pbe
Program počas tohoto procesu vyzve uživateľa k zadaniu nového hesla, ktoré sa po-
užije k zašifrovaniu DKEK externého podielu. Heslo sa neskôr využije pri importe a
dešifrovaní daného DKEK podielu. Tento postup sa opakuje podľa počtu zadaných
podielov na začiatku inicializácie. Jednotlivé podiely sa uložia v aktuálnej pracovnej
zložke uživateľa v súborovom systéme OS Linux.
Takto vytvorený podiel kľúča je pripravený k importu. Inicializačná fáza SmartCard-
HSM zariadenia sa ukončí naimportovaní posledného podielu kľúča a úspešnou re-
konštrukciou samotného DKEK.
Externé DKEK podiely sa importujú sekvenčne. V prípade, že k importu je po-
trebných viacero podielov, nezaleží na poradí v akom sú importované. Zariadenie
SmartCard-HSM ich zrekonštruje zakaždým rovnakom, hodnota DKEK key check
value je vždy zhodná. Program sc-hsm-tool vyzve k zadaniu hesla pri každom jed-
nom importe. Po zadaní hesla k príslušnému DKEK podielu, zariadenie dešifruje
naimportovaný podiel a vypíše počet chýbajúcich podielov.
$ sc-hsm-tool –import-dkek-share test-dkek-1.pbe
Enter password to decrypt DKEK share :
Deciphering DKEK share, please wait...
DKEK share imported
DKEK shares : 3
DKEK import pending, 2 share(s) still missing
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$ sc-hsm-tool –import-dkek-share test-dkek-3.pbe
Enter password to decrypt DKEK share :
Deciphering DKEK share, please wait...
DKEK share imported
DKEK shares : 3
DKEK key check value : 1F4700E6897F7A91
Po úspešnom importe a dešifrovaní posledného podielu, sc-hsm-tool zobrazí po-
čet importovaných podielov a haš predstavujúci zrekonštruovaný DKEK. Držiteľ
karty, ktorý vykonáva import DKEK podielov musí brať na vedomie, že zariade-
nie SmartCard-HSM nekontroluje vzťah medzi jednotlivými podielmi. Tým pádom
môžu byť naimportované spolu nesúvisiace podiely, alebo sa znovu naimportuje po-
diel, ktorý už bol raz importovaný a budú úspešne zrekonštruované zariadením,
avšak výsledný DKEK nebude zhodný zo zálohovaným. V tomto prípade nebude
možné dešifrovať zálohované kľuče v novom SmartCard-HSM zariadení. Ak zaria-
denie príjme požadovaný počet DKEK podielov, ďalšie pokusy o importov DKEK
podielu budú odmietnuté.
$ sc-hsm-tool –import-dkek-share test-dkek-4.pbe
Enter password to decrypt DKEK share :
Deciphering DKEK share, please wait...
sc_card_ctl(, SC_CARDCTL_SC_HSM_IMPORT_DKEK_SHARE, ) failed with Not allowed
Rozdelený DKEK na podiely umožňuje rozdeliť kontrolu nad exportom a im-
portom dat zo zariadenia medzi viacero uživateľov. Jednotlivé podiely sú chranené
uživateľovým heslom zadaným počas procesu generácie týchto podielov. Aplikova-
ním prahovej schémy (t,n)-threshold scheme sa správa nad heslom DKEK podielu
rozdelí medzi viacerých uživateľov, tým že každý dostane časť hesla. Program sc-
hsm-tool –pwd-shares-threshold t –pwd-shares-total n rozdelí heslo na 𝑛 podielov,
ktoré sa dodajú užívateľom. K úspešnému dešifrovaniu DKEK kľúča pre import do
zariadenia je nutných najmenej 𝑡 podielov. Heslo k jednotlivým podielom bude ná-
hodne 64 bitové číslo vygenerované SmartCard-HSM zariadením. Uživatelia budú
neskôr vyzvaný k zápisu svojmu podielu hesla.
$ sc-hsm-tool –create-dkek-share dkek-share-1.pbe –pwd-shares-threshold 3
–pwd-shares-total 5 –shares-threshold 3 –pwd-shares-total 5
The DKEK will be enciphered using a randomly generated 64 bit password.
This password is split using a (3-of-5) threshold scheme.
Please keep the generated and encrypted DKEK file in a safe location. We also recommend
to keep a paper printout, in case the electronic version becomes unavailable. A printable
version
of the file can be generated using öpenssl base64 -in <filename>".
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Press <enter> to continue
Postupne sú uživatelia, v tomto príklade piati, vyzývaný k uschovaniu svojho po-
dielu k heslu daného DKEK podielu.
$ Share 1 of 5
Prime : fa:97:37:b1:db:1a:5a:db
Share ID : 1
Share value : 49:32:87:2d:94:7f:54:b6
Please note ALL values above and press <enter> when finished
Parameter Prime je spoločný pre všetky podiely hesla, v čase importu je zadaný
len pri importe prvého podielu hesla. Share ID je index podielu a Share value je
unikátne heslo k konkrétnemu podielu, ktoré si každý uživateľ uchováva v tajnosti.
Po zobrazní posledného podielu, sa vygeneruje DKEK podiel uložený v pracovnom
adresáry na OS Linux.
Import DKEK podielu s aplikovanou prahovou schémou na jeho heslo sa preve-
die uvedeným príkazom, kde prepínač –pwd-shares-total n udáva počet žiadaných
hodnôt Share value od n vlastníkov jednotlivých podielov podľa Share ID.
$ sc-hsm-tool –import-dkek-share dkek-share-1.pbe –pwd-shares-total 3
Deciphering the DKEK for import into the SmartCard-HSM requires 3 key custodians
to present their share. Only the first key custodian needs to enter the public prime.
Please remember to present the share id as well as the share value.
Please enter prime: fa:97:37:b1:db:1a:5a:db Share 1 of 3
Please enter share ID: 1
Please enter share value: 49:32:87:2d:94:7f:54:b6
Po zadaní požadovaného počtu Share value spoločným parametrom Prime sa heslo
k DKEK podielu spočíta z uvedených hodnôt Share value. DKEK podiel je následne
dešifrovaný a importovaný do zariadenia [12].
4.2 Správa objektov SmartCard-HSM
Súborové systémy smart card zariadení vychádzajú zo štandardu ISO/IEC 7816-4,
ktorý definuje podobnú stromovú hierarchiu známu z Unixových systémov, zobra-
zenú Obr. 4.1. Koreňový adresár stromu sa nazýva master file (MF), reprezentujúci
celý pamäťový region určený pre súbory. Adresárové súbory sa nazývaju v smart
card zariadenach dedicated files (DF), možu obsahovať ďalšie DF alebo tzv. elemen-
tary files (EF), súbory uchovávajúce data uživateľa. Na každý z týchto objektov sa
dotazuje pomocou 2 bajtovho hexadecimálneho identifikátora FID file identifier.
Je zvykom, že všetky súbory s uživateľskými datami patriace k istej aplikácii sú
zoskupené v jednom adresáry (DF). Súborový systém dovoľuje vytvárať mnoho úrov-
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Obr. 4.1: Stromová hierarchia súborového systému pre SmartCard-HSM zariadenia,
prebraté z [7]
ňové podadresáre, počet úrovní je limitovaný veľkosťou pamäte zariadenia. Zvyčajne
sa používajú len dve úrovne, kvôli efektívnemu využitiu limitovaného množstva pa-
mäte zariadenia. Súbory EF možno deliť na dve skupiny podľa spôsobu manipulácie
operačného systému s nimi. Working EF uchovávajú aplikačné data, určené k pre-
nosu mimo SmartCard-HSM zariadenie. Operačný systém karty s týmito datami
nijako nepracuje. Data, ku ktorým je prístup chráneny operačným systémom, ako
záznamy o prevedených činostiach aplikácií, kód programu, alebo privátne kľúče sú
uložené v tzv. Internal EF [12]. K správe objektov uložených v zariadení slúži prog-
ram pkcs11-tool. Umožňuje autorizovaným užívateľom vytvárať, prehľadávať a zo-
brazovať si súbory a piny uložené v zariadení SmartCard-HSM. Uživateľ sa prihlási
pomocou prepínača -l nasledovaný prepínačom –pin alebo -p s validným PINom.
Vygenerovanie páru verejného a súkromného kľúča typu RSA o dľžke 2048 bitov sa
vykoná pomocou prepínačov –keypairgen –key-type rsa:2048 –id 13. Kde hodnota
hexadecimálna za prepínčom -id je identifikátorom novo vytvoreného objektu to-
kena.
$ pkcs11-tool –module /usr/lib64/opensc-pkcs11.so -l –pin 128956
–keypairgen –key-type rsa:2048 –id 13 –label rsa1
Key pair generated:
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Private Key Object; RSA
label: rsa1
ID: 13
Usage: decrypt, sign, unwrap
Public Key Object; RSA 2048 bits
label: rsa1
ID: 13
Usage: encrypt, verify, wrap
Obdobný príkaz pre eliptické krivky.
$ pkcs11-tool –module /usr/lib64/opensc-pkcs11.so -l –pin 128956
–keypairgen –key-type EC:prime256v1 –id 15 –label ec1
Key pair generated:
Private Key Object; EC
label: ec1
ID: 15
Usage: sign, derive
Public Key Object; EC EC_POINT 256 bits
EC_POINT: 044104ce1d18e4474a596865a836c89430d205a10349
fa32181b6ce03fda63f57
2f23723ce5a0f445005331c3803b6ae8c322d8e0c2636a638e4aaeed2
3f48f3beb769
EC_PARAMS: 06082a8648ce3d030107
label: ec1
ID: 15
Usage: verify
USB SmartCard-HSM zariadenie podporuje RSA kľúče s dĺžkou 1024, 1536 a 2048
bitov a ECC kľúče s dĺžkou 192, 224, 256 a 320 bitov[11] a nasledovné eliptické
krivky[18]:
• secp192r1 (aka prime192v1)
• secp256r1 (aka prime256v1)
• brainpoolP192r1
• brainpoolP224r1
• brainpoolP256r1
• brainpoolP320r1
• secp192k1
• secp256k1
USB SmartCard-HSM zariadenie vo verzii Standard-A USB od výrobcu CardCon-
tact sa dodáva s pamäťou o veľkosti 55kB, na ktorej sú uložené jednotlivé objekty to-
kena. Dokaže spravovať až 48 súkromných kľúčov typu RSA 2048 a 60 ECC 256[11].
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Tento počet može byť nižší, ak sú na karte uložene ďalšie data alebo programy.
Programom sc-hsm-tool vyexportuje zašifrovaný súkromný kľúč, zvolený podľa re-
ferencie Key ref danou operačným systémom SmartCard-HSM zariadenia. Funkciu
parametru Key ref v prípade uložených pinov na zariadení plní parameter Reference.
K získaniu tejto hodnoty sa použije príkaz pkcs15-tool -D. Prepínač -D výpíše vlast-
nosti objektov uložených v pamäti zariadenia.
$ pkcs15-tool -D
Using card driver SmartCard-HSM.
Trying to find a PKCS#15 compatible card...
Found SmartCard-HSM!
PKCS#15 Card [SmartCard-HSM]:
Version : 0
Serial number : DECC0100443
Manufacturer ID: www.CardContact.de
Flags :
PIN [UserPIN]
Object Flags : [0x3], private, modifiable
ID : 01
Flags : [0x812], local, initialized, exchangeRefData
Length : min_len:6, max_len:15, stored_len:0
Pad char : 0x00
Reference : 129 (0x81)
Type : ascii-numeric
Path : e82b0601040181c31f0201::
Tries left : 3
PIN [SOPIN]
Object Flags : [0x1], private
ID : 02
Flags : [0x9A], local, unblock-disabled, initialized, soPin
Length : min_len:16, max_len:16, stored_len:0
Pad char : 0x00
Reference : 136 (0x88)
Type : bcd
Path : e82b0601040181c31f0201::
Tries left : 15
Private RSA Key [Private Key]
Object Flags : [0x3], private, modifiable
Usage : [0x2E], decrypt, sign, signRecover, unwrap
Access Flags : [0x1D], sensitive, alwaysSensitive, neverExtract, local
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ModLength : 2048
Key ref : 1 (0x1)
Native : yes
Path : e82b0601040181c31f0201::
Auth ID : 01
ID : 13
MD:guid : b35f0efc-12ad-1e14-cd66-5d3d758b9cec
:cmap flags : 0x0
:sign : 0
:key-exchange: 0
Private EC Key [Private Key]
Object Flags : [0x3], private, modifiable
Usage : [0x10C], sign, signRecover, derive
Access Flags : [0x1D], sensitive, alwaysSensitive, neverExtract, local
FieldLength : 256
Key ref : 2 (0x2)
Native : yes
Path : e82b0601040181c31f0201::
Auth ID : 01
ID : 14
MD:guid : 7c2cfdcf-c4bd-a739-5303-34fa3ec6ff98
:cmap flags : 0x0
:sign : 0
:key-exchange: 0
Public RSA Key [Private Key]
Object Flags : [0x0]
Usage : [0x0]
Access Flags : [0x2], extract
ModLength : 2048
Key ref : 0 (0x0)
Native : no
ID : 13
DirectValue : <present>
Public EC Key [Private Key]
Object Flags : [0x0]
Usage : [0x0]
Access Flags : [0x2], extract
FieldLength : 256
Key ref : 0 (0x0)
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Native : no
ID : 14
DirectValue : <present>
Cesta je k jednotlivým objektom v súborovom systéme zariadenia je zobrazená
v parametre Path. Adresa E82B/0601/0401/81C3/1F02/01 začína v zariadeniach
SmartCard-HSM s MF E82B a ďalej pokračuje jednotlivými vnorenými adresármi až
do cielového adresára 01, kde sa nachádzajú uložené objekty. Dĺžka RSA a EC kľúčov
v bitoch je zobrazená v paramtroch ModLength a FieldLength. Použitie privátnych
kľúčov sa radí medzi autorizované akcie vyžadujúce PIN uživateľa. Každý pin, ako
aj kľúč, je indexovaný paramterom ID. Hodnota parametra kľúča Auth ID označuje
index PINu, nutný k autorizácií pred použitím daného kľúča. Zhodná hodnota pa-
rametrov ID súkromného kľúča a certifikátu, značí že tieto objekty patria k sebe.
Program sc-hsm-tool s prepínačom –wrap-key vybere súkromný kľúč daný hodnotou
za prepínačom key-reference, zašifruje ho použitím naimportovaného DKEK. Takto
zašifrovaný súkromný kľúč pomocou DKEK vyexportuje do pracovného adresára v
súborovom systéme OS Linux pod názvom zadaným za prepínačom –wrap-key spolu
s príslušným certifikátom a ich metadatami [12].
$ sc-hsm-tool –wrap-key wrap-key.ppk –key-reference 1 –pin 128956
Import sa výkoná dolu uvedeným príkazom. Pri importe si užívateľ môže zvoliť
vlastnú referenciu ku kľúču. Kľúče sa vytvárajú po inicializácie zariadenia, čiže môžu
byť zašifrované len DKEK kľúčom, ktorý bol vytvorený pred ich samotným vyge-
nerovaním. Z toho vyplýva, že zariadenie, na ktorom bude prebiehať proces obnovy
kľúčov z druhého zariadenia, musí vlastniť rovnaký DKEK ako zariadenie z ktorého
boli kľúče vyexportované. Inak nebude možné dešifrovať naimportované kľúče. De-
šifrovanie sa vykoná uvedením prepínača –unwrap-key
$ sc-hsm-tool –unwrap-key wrap-key.bin –key-reference 10 –pin 128956
K exportu hodnoty verejného kľúča sa použije nasledovný príkaz:
$ pkcs15-tool –read-public-key 13 /tmp/id_rsa2.pub
Pri importe certifikátov sa rozlišujú príkazy na import certifikátu uživateľa, alebo
CA.
$ pkcs11-tool –module /usr/lib64/opensc-pkcs11.so -l –pin 128956 –write-object
usercert.der –type cert –id 99 –label UserCert
$ pkcs15-init –verify-pin –store-certificate ca.cert.der –authority
Do zariadenia SmartCard-HSM je povolené importovať len certifikáty kodované bi-
nárne. K ich transformáci sa použije uvedený príkaz [14].
$ openssl x509 -in tester.pem -outform der -out tester.der
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Nepoužívané, alebo neplatné objekty uložené v pamäti tokena možno mazať po-
mocou programu pkcs11-tool s prepínačom –delete-object. Na daný objekt sa dota-
zuje pomocou jeho –id alebo názvu –label spolu s typom, ktorý je určený k maza-
niu.Tento typ sa údava za prepínač –type.
$ pkcs11-tool –module /usr/lib64/pkcs11/opensc-pkcs11.so -l –pin 128956 –delete-object
–type cert –id 10
$ pkcs11-tool –module /usr/lib64/pkcs11/opensc-pkcs11.so -l –pin 128956 –delete-object
–type privkey –id 10
$ pkcs11-tool –module /usr/lib64/pkcs11/opensc-pkcs11.so -l –pin 128956 –delete-object
–type data –label testdata
4.3 Token Certifikačnej Autority
Certifikačná autorita vydáva verejne dostupný doklad, ktorý spojuje konktrétny ve-
rejný kľúč s jeho vlastníkom. Podpísaním tohoto dokladu alebo certifikátu, svojím
privátnym kľúčom, certifikačná autorita garantuje pravosť údajov o vlastníkovi a
jeho verejného kľúča. Certifikačnú autoritu predstavuje dvojica koreňový súkromý
kľúc tzv. root key a koreňový certifikát root certificate. Zvyčajne sa koreňový CA cer-
tifikát nepoužíva k podpisovaniu serverových alebo klientových certifikátov. Používa
sa k vytáraniu svojich dôverných zástupcov tzv. sprostredkujúcich alebo vystavu-
júcich CA, ktoré slúžia k podpisovaniu ostatných certifikátov. Takéto nastavenie
umožňuje uchovať koreňový certifikát, ktorý sa využije výhradne k vytvoreniu svo-
jích ďalších zástupcov v prípade potreby.
K vytvoreniu akýchkoľvek CA certifikátov slúži program interaktívny openssl.
Aby openssl program mohol komunikovať so zariadeniami typu SmartCard-HSM,
je potrebné nakonfigurovať interface zvaný engine_pkcs11. Dynamická konfigurácia
sa vykoná po zavolaní programu openssl. Openssl potrebuje poznať cestu ku kniž-
niciam interfacu engine_pkcs11, ktorá sa udáva za parametrom SO_PATH:. Na-
sledujú parametre pre špecifikáciu modulu ako jeho názov zadaný za parametrom
ID, jeho indexácia v zozname nahraných modulov pre openssl je daná parametrom
LIST_ADD. Ako posledné sa špecifikuje cesta ku knižnici nahravaného modulu
pkcs11, ktorá je uvedená sa za parameter MODULE_PATH: [12].
$ openssl engine -t dynamic -pre SO_PATH:/usr/lib64/openssl/engines/libpkcs
11.so -pre ID:pkcs11 -pre LIST_ADD:1 -pre LOAD -pre MODULE_PATH:/usr/lib64/opensc-
pkcs11.so
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(dynamic) Dynamic engine loading support
[Success]: SO_PATH:/usr/lib64/openssl/engines/libpkcs11.so
[Success]: ID:pkcs11
[Success]: LIST_ADD:1
[Success]: LOAD
[Success]: MODULE_PATH:/usr/lib64/opensc-pkcs11.so
Loaded: (pkcs11) pkcs11 engine
[ available ]
Chovanie programu openssl sa upravuje podľa konfiguračného súbora openssl.cnf.
Tento súbor je rozdelený do niekoľkých sekcí, ktoré obsahujú pravidlá a nastavenia
pre žiadosti o nové certifikáty podpisané vlastnou CA a informácie o samotnej CA.
Súbor začína povinnou sekciou ca, kde sa nastavuje názov sekcie, zvyčajne obsahu-
júcej informácie o CA. K správnemu fungovaniu vlastnej CA, je nutné zadefinovať
jej súborovú štruktúru, kde sú uložené súbory CA, ako jej kľúče certifikáty, databáza
vydaných certifikátov alebo novo vytvorené klientské a serverové certifikáty.[22]
[ CA_default ]
dir = rootCAdemo
certs = $dir/certs
crl_dir = $dir/crl
new_certs_dir = $dir/newcerts
database = $dir/index.txt
serial = $dir/serial
certificate = $dir/certs/ca.cert.pem
crlnumber = $dir/crlnumber
crl = $dir/crl/ca.crl.pem
crl_extensions = crl_ext
default_crl_days = 30
default_md = sha256
name_opt = ca_default
cert_opt = ca_default
default_days = 375
preserve = no policy = policy_strict
Parametrom policy sa určujú pravidlá pre podpísanie certifikátov vlastnou CA. Ob-
sahuje zoznam premenných korešpondujúcich s parametrami certifikátu súvisiace s
jeho držiteľom. Použivajú sa tri hodnoty:
• match - parametre sa musia rovnať
• optional - parameter može byť vynechaný
• supplied - parametre musia byť vyplnené, nezaleží na ich hodnote
Parametre, ktore nie sú spomenuté v sekcii policy budú zmazané, pokiaľ nie je na-
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stavený parameter preserve. Sekcia policy_strict obsahuje pravidla pre vytváranie
certifikátov vystavujúcej, alebo sprostredkujúcej CA.
[ policy_strict ]
countryName = match
stateOrProvinceName = match
organizationName = match
organizationalUnitName = optional
commonName = supplied
emailAddress = optional
Pravidlá pre klientske a serverové certifikáty sú aplikované v sekcií policy_loose.
[ policy_loose ]
countryName = optional
stateOrProvinceName = optional
localityName = optional
organizationName = optional
organizationalUnitName = optional
commonName = supplied
emailAddress = optional
Nastavenia v sekcií req sa aplikujú pri vytváraní certifikátov a žiadostí o certifi-
kát.
[ req ]
default_bits = 2048
distinguished_name = req_distinguished_name
string_mask = utf8only
default_md = sha256
x509_extensions = v3_ca
Údaje držiteľa certifikátu sú srhnuté v req_distinguished_name.
[ req_distinguished_name ]
countryName = Country Name (2 letter code)
stateOrProvinceName = State or Province Name
localityName = Locality Name
0.organizationName = Organization Name
organizationalUnitName = Organizational Unit Name
commonName = Common Name
emailAddress = Email Address countryName_default = CZ
stateOrProvinceName_default = Czech republic
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0.organizationName_default = VUT
Prakticky sa rozlišujú certifikáty pre štyri rôzne skupiny a to, pre CA, vystavujú-
cej alebo sprostredkujúcej CA, pre server alebo klienta. Ku každej skupine pripadá
jedna vlastná sekcia, podľa ktorej sa nastavia jednoltlivé atributy certifikátu. Jej
výber sa určuje názvom sekcie za prepínačom -extensions. Nastavenia ca certifikátu
môže vyzerať nasledovne [22].
[ v3_ca ]
subjectKeyIdentifier = hash
authorityKeyIdentifier = keyid:always,issuer
basicConstraints = critical, CA:true
keyUsage = critical, digitalSignature, cRLSign, keyCertSign
Parametre authorityKeyIdentifier, basicConstraints a keyUsage sú implementované
len vo verzi X509v3. Ich vynechaním openssl vytvorí certifikát verzie 1. Parameter
basicConstraints určuje, či je sa jedná o CA certifikát, alebo nie. Pre CA inderme-
diate je vyhradená seckia v3_ca_intermediate. Od CA sekcie sa líši len parametrom
pathlen:0, ktorý zamedzuje možnosť vytvoriť ďalšie úrovne CA certifikátov.
[ v3_intermediate_ca ]
subjectKeyIdentifier = hash
authorityKeyIdentifier = keyid:always,issuer
basicConstraints = critical, CA:true, pathlen:0
keyUsage = critical, digitalSignature, cRLSign, keyCertSign
Nastavenie certifikátov pre klientov, alebo serverov je v podstate zhodné.
[ usr_cert ]
basicConstraints = CA:FALSE
nsCertType = client, email
nsComment = ”OpenSSL Generated Client Certificate”
subjectKeyIdentifier = hash
authorityKeyIdentifier = keyid,issuer
keyUsage = critical, nonRepudiation, digitalSignature, keyEncipherment
extendedKeyUsage = clientAuth, emailProtection
[ server_cert ]
basicConstraints = CA:FALSE
nsCertType = server
nsComment = ”OpenSSL Generated Server Certificate”
subjectKeyIdentifier = hash
authorityKeyIdentifier = keyid,issuer:always
keyUsage = critical, digitalSignature, keyEncipherment
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extendedKeyUsage = serverAuth
[ crl_ext ]
authorityKeyIdentifier=keyid:always
4.3.1 Vytvorenie koreňového certifikátu
K objektom vytvorených podľa štandardu PKCS#11 a uložených na smartcard za-
riadeniach sa pristupuje pomocou reťazca Uniform Resource Identifier, skrátene
URI. Definuje množinu atribútov, pomocou ktorých je možné jednoznačne iden-
tifikovať PKCS#11 objekt ako jeho názov, id alebo typ daného objektu. V dolu
uvedenom príklade sa použije k vytvoreniu certifikátu autority už existujúci kľúč
uložený v SmartCard-HSM zariadení. URI kľúča sa poskladá z dostupných infor-
macií z výstupu programu pkcs15-tool -D podľa štandardu RFC 3986[13], alebo sa
zobrazí programom p11tool. [12]
$ p11tool –provider /usr/lib64/opensc-pkcs11.so –login –list-privkeys
Enter PIN:
Object 0:
URL: pkcs11:model=PKCS%2315%20emulated;manufacturer=www.CardContact.de;
serial=DECC0100443;token=SmartCard-HSM%20%28UserPIN%29;id=%14;
object=tester;type=private
Type: Private key
Label: tester
Flags: CKA_WRAP/UNWRAP; CKA_PRIVATE; CKA_NEVER_EXTRACTABLE; CKA_SENSITIVE;
ID: 14
Object 1:
URL: pkcs11:model=PKCS%2315%20emulated;manufacturer=www.CardContact.de;
serial=DECC0100443;token=SmartCard-HSM%20%28UserPIN%29;id=%13;
object=rsa1;type=private
Type: Private key
Label: rsa1
Flags: CKA_WRAP/UNWRAP; CKA_PRIVATE; CKA_NEVER_EXTRACTABLE; CKA_SENSITIVE;
ID: 13
Zvolené identifikátory kľúča sú v tomto príklade jeho id 13, názov rsa1 a typ private.
$ openssl req -engine pkcs11 -new -nodes -key "pkcs11:id=%13;object=rsa1;
type=privatekeyform engine -x509 -days 3650 -extensions v3_ca -out certs/ca.cert
.pem -config openssl.cnf
engine "pkcs11"set.
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PKCS#11 token PIN:
You are about to be asked to enter information that will be incorporated
into your certificate request.
What you are about to enter is what is called a Distinguished Name or a DN.
There are quite a few fields but you can leave some blank
For some fields there will be a default value,
If you enter ’.’, the field will be left blank.
––- Country Name (2 letter code) [AU]:CZ
State or Province Name (full name) [Some-State]:Czech republic
Locality Name (eg, city) []:Brno
Organization Name (eg, company) [Internet Widgits Pty Ltd]:BUT
Organizational Unit Name (eg, section) []:
Common Name (e.g. server FQDN or YOUR name) []:CAtoken
Email Address []:
Openssl vyzve uživateľa generujúceho certifikát k interaktívnemu zadaniu informácií
o vlastníkovi certifikátu. Vygenerovaný certifikát ca.cert.pem sa nachádza v pracov-
nom adresáry v systéme OS Linux, z ktorého bol zavolaný program openssl. Pred
jeho použitím je potrebné povoliť právo na čítanie pre všetkých uživateľov.
$ chmod 444 certs/ca.cert.pem
Podrobnosti o certifikáte sa zobrazia pomocou openssl. Vo výstupe sa nachádzajú
údaje o použitých algoritmoch, platnosť certifikátu, informácie o jeho vlastníkovi,
alebo či sa jedná o certifikát autority. [22]
$ openssl x509 -noout -text -in certs/ca.cert.pem
engine "pkcs11"set.
Certificate:
Data:
Version: 3 (0x2)
Serial Number: 13620057413364563788 (0xbd042a0e28053f4c)
Signature Algorithm: md5WithRSAEncryption
Issuer: O=VUT, OU=UAMT, L=Brno, ST=Czech republic, C=CZ, CN=ca
Validity
Not Before: May 1 19:50:34 2016 GMT
Not After : Apr 29 19:50:34 2026 GMT
Subject: O=VUT, OU=UAMT, L=Brno, ST=Czech republic, C=CZ, CN=ca
Subject Public Key Info:
Public Key Algorithm: rsaEncryption
Public-Key: (2048 bit)
Modulus:
00:e7:8c:e0:4e:f4:97:ad:f1:29:89:a0:47:ba:16:
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9e:6e:74:5d:9a:55:13:72:1c:45:46:3b:4d:55:ca:
f6:b8:bf:5e:10:86:6d:b4:51:72:81:66:d9:f8:40:
47:31:8b:3c:94:41:fa:96:e2:a4:ae:03:6e:74:63:
2c:c5:86:db:93:9a:8f:7a:ff:dd:3c:2b:3b:47:1b:
be:83:2e:51:32:c9:82:b5:7b:1f:d4:b3:e1:e8:44:
93:b3:0a:fd:6a:a3:65:19:7c:39:97:ad:f8:01:4f:
61:3e:7b:ea:ea:d7:bd:76:18:4b:6f:3a:80:54:08:
f2:31:7a:76:2e:48:ca:ea:42:d7:ea:22:ca:42:a2:
22:62:5c:06:d9:3b:b6:b6:03:e0:aa:ca:61:8d:65:
4e:8d:ea:3b:55:f9:a0:7f:91:cd:29:99:58:e5:ab:
d2:d9:f8:54:b3:81:4f:0d:c1:51:66:b6:46:24:d2:
5c:24:c2:ab:6a:a9:1a:04:1c:b0:20:54:c1:cf:46:
57:06:4c:2a:98:25:7f:a3:59:37:22:74:d2:f0:cc:
d8:c7:86:10:0d:8e:fb:b5:ac:ab:7f:d2:53:72:5f:
eb:64:9e:70:22:7e:f7:bb:88:69:03:35:e6:68:3b:
ec:34:80:e1:8a:ae:56:50:6e:ab:65:b7:96:1f:9b:
18:d9
Exponent: 65537 (0x10001)
X509v3 extensions:
X509v3 Subject Key Identifier:
C4:34:4D:5B:41:7B:C7:F1:ED:57:FD:6F:92:8B:C9:BB:24:D2:40:42
X509v3 Authority Key Identifier:
keyid:C4:34:4D:5B:41:7B:C7:F1:ED:57:FD:6F:92:8B:C9:BB:24:D2:40:42
X509v3 Basic Constraints: critical
CA:TRUE
X509v3 Key Usage: critical
Digital Signature, Certificate Sign, CRL Sign
Signature Algorithm: md5WithRSAEncryption
b8:fc:c7:a4:94:d9:1c:ac:af:4f:f1:f2:30:30:aa:90:66:5f:
5b:1f:5f:b2:b7:28:37:1d:11:40:84:5c:b4:82:fc:01:51:3f:
31:a6:e9:de:f5:81:fb:01:6e:48:bf:ff:3c:31:06:9a:45:4d:
8c:c8:4d:c3:f4:b1:43:61:ed:05:93:67:7b:bf:9f:7a:f4:6f:
4a:4b:4f:0b:5f:02:b9:e8:51:90:6b:c5:41:8d:ba:3e:af:22:
4c:56:21:b8:4b:5c:8b:47:e0:5f:37:34:b1:75:06:a1:41:86:
43:2b:8c:83:26:0e:9c:be:06:a7:50:12:dc:72:6f:1d:c6:6d:
86:03:61:07:c6:3c:22:ea:df:75:73:3d:72:98:a0:6f:f5:14:
dc:53:9b:9e:0e:7e:4b:4c:cc:e5:3d:23:49:37:b1:dc:e5:a9:
c9:15:70:99:16:99:a5:53:34:07:de:05:fb:81:21:4d:62:95:
6b:f0:bc:1c:d7:9c:c0:30:ec:91:55:a6:ff:6f:52:21:97:d4:
52
76:38:39:cb:14:ce:e9:07:9d:3a:83:f7:2d:a2:d0:47:0a:6d:
42:fc:45:2d:66:78:c7:77:f4:94:51:61:49:2e:2d:85:e2:38:
55:7c:18:24:06:f2:e4:0f:9e:b2:6e:bf:39:76:3f:59:ce:e2:
8f:63:06:21
4.3.2 Uživateľské a serverové certifikáty
Uživateľ, alebo server použitím svojho súkromného kľúča vygeneruje žiadosť o cer-
tifikát, ktorý po overení podpíše certifikačná autorita. [22]
$ req -engine pkcs11 -new -nodes -keyform engine -key "pkcs11:id=%14;object=rsatester;
type=privateout tester.csr -extensions usr_cert -config openssl.cnf
engine "pkcs11"set.
You are about to be asked to enter information that will be incorporated
into your certificate request.
What you are about to enter is what is called a Distinguished Name or a DN.
There are quite a few fields but you can leave some blank
For some fields there will be a default value,
If you enter ’.’, the field will be left blank.
––-
Organization Name (company) [VUT]:VUT
Organizational Unit Name (department, division) []:UAMT
Email Address []:tester@vutbr.cz
Locality Name (city, district) [Brno]:Brno
State or Province Name (full name) [Czech republic]:Czech republic
Country Name (2 letter code) [CZ]:CZ
Common Name (hostname, IP, or your name) []:Tester
Okrem URI sa kľúč môže určiť kombináciou slot_id a id daného kľúča oddelených
dvojbodkou.
$ req -engine pkcs11 -new -nodes -keyform engine -key 1:14 -out tester.csr -extensions
usr_cert -config openssl.cnf
Samotný podpis certifikačnej autority sa vytvorí zadaním príkazu v interaktivnom
rozhraní programu openssl.
$ ca -engine pkcs11 -keyform engine -in tester.csr -out tester.pem -extensions
usr_cert -config openssl.cnf
Check that the request matches the signature
Signature ok
Certificate Details:
Serial Number: 2 (0x2)
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Validity
Not Before: May 2 19:09:09 2016 GMT
Not After : May 2 19:09:09 2026 GMT
Subject:
countryName = CZ
stateOrProvinceName = Czech republic
organizationName = VUT
commonName = Tester
emailAddress = Tester@demo.vutbr.cz
X509v3 extensions:
X509v3 Basic Constraints:
CA:FALSE
Netscape Cert Type:
SSL Client, S/MIME
Netscape Comment:
OpenSSL Generated Client Certificate
X509v3 Subject Key Identifier:
90:DA:76:BF:41:C9:11:BB:3E:8D:2C:50:A8:CB:08:96:52:99:26:0D
X509v3 Authority Key Identifier:
keyid:C4:34:4D:5B:41:7B:C7:F1:ED:57:FD:6F:92:8B:C9:BB:24:D2:40:42
Certificate is to be certified until May 2 19:09:09 2026 GMT (3650 days)
Sign the certificate? [y/n]:y
1 out of 1 certificate requests certified, commit? [y/n]y
Write out database with 1 new entries
Data Base Updated
4.4 Archivácia kľúčov
Všeobecne archivácia utajných dat spočíva v mechanizme vytvorenia ich rendun-
dantných kopií, ktoré sa po zašifrovaní a prípadej komprimácii uložia na bezpečné
miesto. Tieto kópie sa môžu zveriť niekoľkým dôveryhodným kustódom, alebo sa
uložia do uzamknuteľných trezorov neprístupných pre neautorizované osoby.
Data určené k archivácii môžu byť uložené v elektronickej, alebo papierovej forme.
Data v elektronickej forme sú výhradne uložené zašifrované v databáze, na servery,
SmartCard-HSM zariadení, magnetických páskach, CD/DVD diskoch, alebo na mik-
rofilme.[17]
Program openssl dokáže previesť zašifrované vyexportované súkromné kľúče, alebo
54
DKEK podiely do kódovanej formy vhodnej k vytlačeniu.
$ openssl base64 -in dkekShare1.pbe
U2FsdGVkX18I4GGYGA8rtaeMIG/v5zuC5r9eD1mU6b6ssNEbUktjN/knfrjj6MFB
OIVA9wwAgCcdZ9lL2b+P7Q==
Transformované utajované data možno priamo archovovať v bezpečnom úložisku,
alebo ďalej transformovať na QR kód, či bitmapy.
Voľne dostupný program Paperbak transformuje textové reťazce na bitmapy, viac
informácii je možné nájsť v zdroji[16]. QR kódy obsahujú výsledky kontrolných vy-
počtov vychádzajúcich z originálnych dať. Počas dekodovacieho procesu sa tieto
výsledky porovnávaju s aktuálnymi výsledkami kontrolných výpočtov zo získaných
dat dekodovaného QR kódu. Po istom počte nesúhlasiacich výsledkov bude dekodo-
vací proces prerušený a obsah QR kódu ostane utajený[15].
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5 AUTENTIZÁCIA TOKENOM
5.1 Autentizácia do OS Linux pomocou SSH
SSH je program a zároveň zabezpečený komunikačný protokol, poskytujúci pripo-
jenie a možnosť práce na vzdialenom počítači. Data sú pri odosielaní automaticky
šifrované, dešifrujú sa po doručení k plánovanému užívateľovi.
SSH implementuje algoritmy asymetrickej kryptografie pomocou ECDSA, DSA
alebo RSA a zároveň sa zaoberá autentizáciou a integritou prenesených dat. Autenti-
zácia je založená na challenge response metóde s využitím asymtrickej kryptografie,
alebo použitím hesla[10].
Správu kľúčov v prostredí OS Linux zabezpečuje systémova utilita nazývaná
ssh-agent. Z pohľadu operačného systému beží ako proces na pozadí klienta, ktorý
je držiteľom autentizačných dat. Kľúče sú štandardne uložené v užívateľovej zložke
/home/user/.ssh, alebo môžu byť uschované na inom zabezpečenom zariadení, od-
kiaľ sa priradia príkazom ssh-add pod správu utility ssh-agent. Ak je pridávaný kľúč
chránený heslom, alebo PINom ako v prípade SmartCard-HSM zariadení, ssh-add
vyzve užívateľa k zadaniu hesla, alebo PINu zariadenia [10].
V súčasnosti sa používajú nasledovné verzie protokolu a ich implementácie:
• SSH-1 bol niekoľkokrát modifikovaný, najpouživanejšie verzie SSH1.3 a SSH1.5
– SSH1
– OpenSSH/1 je súčasťou projektu OpenBSD
• SSH-2 je protokol definovaný pracovnou skupinou IETF SECSH
– SSH2 je vytvorený spoločnosťou SSH Communications Security Inc.
– OpenSSH/2
SSH-1 protokol implementuje modifikovanú metódu challenge response podľa
nasledujúceho algoritmu.
1. Klient pošle požiadavku o autentizáciu na server s modulom kľúča ako jeho
identifikátorom na serveri
2. Ak server prehľadá autorizačný súbor užívateľa, ak v ňom nenájde zhodu,
autentizácia sa zamietne
3. Server vygeneruje reťazec s dĺžkou 256 bitov ako výzvu a zašifruje ju verejný
kľúčom a odošle ho klientovi
4. Klient odšifruje prijatú výzvu, s kombinuje ju s identifikátorom sedenia, zaha-
šuje MD5 a vráti ako odpoveď pre server
5. Ak odpoveď súhlasí výpočtom vykonaným serverom, autentizácia je povolená
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5.1.1 Konfigurácia SSH
Na strane servera je potrebné zabezpečiť aby na pozadí operačného systému bežal
proces sshd (OpenSSH SSH daemon), ktorý obsluhuje pripojenia klientov. Zvyčajne
sa inicializuje počas štartu operačného systému a jeho nastavenie možno modifi-
kovať v súbore /etc/ssh/sshd_config. Pre povolenie k autentizácií prostredníctvom
asymetrickej kryptografie musí konfiguračný súbor obsahovať nasledovné pravidlá
[23]:
RSAAuthentication yes
PubkeyAuthentication yes
PasswordAuthentication no
PermitEmptyPasswords no
Posledné dva parametre sa vzťahujú k prihlasovaniu s heslom. PasswordAuthenti-
cation povoľuje alebo zakazuje prihlasovanie sa heslom a parameter PermitEmpty-
Passwords povoľuje, alebo zakazuje používanie prázdnych hesiel. Oba parametre sa
môžu modifikovať až po nahraní verejného kľúča na server.
Na strane klienta je nutné zaregistrovať SmartCard-HSM zariadenie a pridať
kľúče na ňom uložené pod správu systémovej utility ssh-agent.
$ ssh-add -s /usr/lib64/pkcs11/opensc-pkcs11.so
Enter passphrase for PKCS#11:
Card added: usrlib64pkcs11opensc-pkcs11.so
Zoznam aktuálne spravovaných kľúčov programom ssh-agent.
$ ssh-add -l
2048 SHA256:x8GXsQmxB19Ce532C/c5Qw4Wj/fqo9/8jJ6uM7UQZVQ /usr/lib64/pkcs11/opensc-
pkcs11.so (RSA)
Kopírovanie verejného kľúča na server zabezpečí program ssh-copy-id, ktorý ako
vstupný parameter potrebuje užívateľský účet vytvorený na servery a hostname,
alebo IP adresu servera.
$ ssh-copy-id USER@HOST
Alternatívne je možné presmerovať obsah kľúča zo štandardného výstupu do súbora
/.ssh/authorized_keys uloženého v uživateľovom účte na servery.
$ pkcs15-tool –read-public-key 13 | ssh USER@HOST "mkdir -p home/user/.ssh
&& cat » /home/user/.ssh/authorized_keys"
Kedže presmerované data zo štandardného výstupu sú operátorom >> priradené na
koniec súbora /.ssh/authorized_keys, je možné uložiť viacero verejných kľúčov do
jedného súbora konkrétneho uživateľského účtu na servery. Tým sa povolí zdieľanie
jedného účtu vytvorenom na servery medzi viacerými klientmi. [23]
Príkaz pre samotné prihlasenie sa je nasledovný:
$ ssh -I /usr/lib64/opensc-pkcs11.so USER@HOST
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Automatické načitanie modulu PKCS#11 programom ssh sa povolí v konfigaročnom
súbore ssh_config doplnením cesty ku knižniciam.
PKCS11Provider /usr/lib64/pkcs11/opensc-pkcs11.so
5.2 Autentizácia do webového rozhrania
Protokol SSL sprostredkováva zabezpečenú komunikáciu a autentizáciu medzi we-
bový serverov a webový prehliadačom klienta. Autentizácia je založená na overení
pravosti certifikátov jedného alebo oboch subjektov. Server, alebo klient sa auten-
tizuje zaslaním svojho certifikátu podpisaného certifikačnou autoritou, ktorej obaja
účastníci dôverujú. Podpis tohto certifikátu sa overí použitím certifikátu autority.
Webové prehliadače si udržujú vlastnú databázu používaných certifikátov, do ktorej
možno manuálne vkládať nové certifikáty. Niektoré prehliadače ako napríklad Fire-
fox sú schopné komunikovať so smart card zariadeniami pomocou API PKCS#11,
alebo externých pluginov [24].
Konfigurácia SSL zabezpečenia serveru Apache sa nachádza v súbore /etc/http-
d/conf.d/ssl.conf pre jednotlivé virtuálne servery. Postupne povolí overovanie pomo-
cou SSL, vyberú sa povolené verzie X509 certifikátov a uvedú sa cesty k certifikátu
servera a k jeho súkromnému kľuču. Overovanie klienta sa povolí direktívou SSL-
VerifyClient require. V tomto prípade je dôležité uviesť cestu k CA certifikátu, voči
ktorému budú klienti overovaní. Direktíva SSLVerifyDepth 1 značí hĺbku hierarchie
CA [25].
SSLEngine on
SSLProtocol all -SSLv3
SSLCertificateFile /etc/pki/tls/certs/www.smartcardtest.cz.key.crt
SSLCertificateKeyFile /etc/pki/tls/private/www.smartcardtest.cz.key
SSLVerifyClient require
SSLVerifyDepth 1
SSLCACertificateFile /etc/pki/tls/certs/ca.cert.pem
Listen 443
5.3 Firefox
Konfigurácia si vyžaduje nastaviť cestu ku knižnici PKCS#11 v záložke Security
Devices nastaveniach webového prehliadača. V operačných systémoch Windows sa
knižnica nachádza v zložke System32, pod názvom “opensc-pkcs11.dll” na linuxových
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distribúciach ju možno nájsť v zložke /usr/lib/ pod názvom “opensc-pkcs11.so”.
Uživateľ bude vyzvaný zadať PIN pre daný token.[19]
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6 NÁVRH INFRAŠTRUKTÚRY VEREJNÉHO
KĽÚČA
Pri návrhnu vlastnej PKI je dôležité zohľadniť niekoľko rôznych aspektov od počtu
klientov, hardvarého vybavenia infraštruktúry až po výber komerčne dostupenej cer-
tifikačnej autority, alebo vytvorenie svojej vlastnej. Výhody vlastnej CA v porovnaní
s komerčnou sú nasledovné:
• Cena: nové certifikáty sú vydávané prakticky zadarmo
• Flexibilita: možnosť zvoliť parametre certifikátov a certifikačnej politiky
• Rozširiteľnosť: jednoduché pridávanie nových uživateľov a certifikátov
Nevýhody vlastnej CA:
• Dôveryhodnosť: certifikáty vydané vlastnou CA sa platné len vo vlastnej PKI
• Správa a implementácia PKI je časovo náročna
V predošlej kapitole bolo spomenuté, že CA tvorí dvojica koreňový certifikát a ko-
reňový súkromný kľúč. Pokiaľ by došlo ku kompromitáci koreňového súkromného
kľuča certifikačnej autority, znamenalo by to výmenu všetkých platných certifiká-
tov podpísaných týmto koreňovým súkromným kľučom. Z pohľadu bezpečnosti sa
preto doporučuje nastaviť hierarchiu certifikačných autorít, aby sa obmedzil dopad
napadnutej CA na celú infraštruktúru. Koreňová CA sa ponechá offline a použije sa
len v prípade generovania novej sprostredkovateľskej, alebo vystavujúcej CA, ktorá
ostane po celu doby platnosti online. V zásade je možné vybrať z troch modelov:
• 1 úroveň - jednoduché a lacné riešenie, je zároveň najmenej flexibilné a bez-
pečné. Vhodné pre nízky počet vystavovaných certifikátov
• 2 úrovne - prvná úroveň je offline koreňová CA, na druhej úrovni sú online
vystavujúce CA. Riešenie je bezpečné, flexibilné a ľahko spravovateľné
• 3 úrovne - riešenie s maximálnou úrovňou zabezpečenia. Prvná úroveň je offline
koreňová CA, na druhej úrovni sú offline CA oddelujúce části PKI s odlišnou
bezpečnostnou politikou, na tretej sú vystavujúce online CA.
Kedže sú certifikáty vydávané s časovo obmedzenou platnosťou, je zodpovednosťou
CA skontrolovať, či platnosť budúceho certifikátu neprekročí platnosť jej vlastného.
V tom prípade CA nesmie vydať certifikát, ktorý by prekročil platnosť certifikátu
podpisujúcej CA. Doporučenie pre nastavenie platnosti certifikátov može byť nasle-
dovné[20]:
• Koreňová CA – 20 rokov
• Sprostredkujúca CA – 10 rokov
• Vystavujúca CA – 5 rokov
Súkromné kľúče uživateľov a CA sú uložene v zariadeniach SmartCard-HSM, tým
pádom dĺžka použitých kľúčov v PKI je závislá na možnostiach SmartCard-HSM
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zariadenia. V tomto návrhu sa pracuje s tokenmi od firmy CardContact, ktoré sú
momentálne schopné generovať kľúče rsa s maximálnou dĺžkou 2048 bitov. Dĺžka
kľúčov bola vybraná na základe odporúčania amerického Národného inštitútu štan-
dardov a technologie (National Institute of Standards and Technology, NIST) [21].
V návrhu PKI vystupujú tri entiny CA, klient a webserver, plniace rozličné
funkcie a sú reprezentované svojimí súkromnými kľučmi. Súkromný kľúč CA je ulo-
žený výhradne len v jednom tokene, ktorého držiteľ je správca PKI. Tento token sa
nepoužíva k žiadnej autentizácií, jeho účelom je spravovať certifikáty jednotlivých
klientov a webserverov zahrnutých v PKI. V prípade stráty alebo poškodenia CA to-
kenu, stávajúcu PKI nemožno modifikovať a je potrebné vykonať konfiguráciu celej
infraštruktúry odznova. Z bezpečnostých príčin by mala mať CA pracovnú stanicu
oddelenú od zvyšku firmnej siete s limitovaným fyzickým prístupom nepovolených
osôb. Len táto pracovná stanica obsahuje konfiguračný súbor vytvorenej lokálnej
CA autority.
Klienti dostanú plne nakonfigorovaný token od správcu PKI. Token obsahuje ich
súkromný kľuč a certifikát umožňujúci prístup jednotlivých webových rozhraní. Aby
sa predišlo k nepovolenej modifikácií obsahu klientského tokena, klientovi by nemal
byť zdelený SO PIN tokena.
Narozdiel od klientov a CA, webové servery nedisponujú vlastným tokenom.
Súkromné kľúče sú uložene na servery, kde beží daná webová služba. Každá služba
disponuje svojím vlastným kľúčom a serverovým certifikátom vydaným CA. Kľúče
pre webové služby sa väčšinou generujú bez prídavneňého šifrovania pomocou hesla,
inak by bolo nutné zadávať príslušné heslo pri každom reštartovaní danej služby
[20].
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Obr. 6.1: Návrh PKI
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7 ZÁVER
Práca sa zaoberá využitím kryptografického USB tokena k autentizácií do operač-
ného systému Linux a webového rozhrania. Na jej začiatku sú predstavené základne
oblasti kryptogragie s príslušnými algoritmami a so stručným opisom ich vlastností.
V ďalšej kapitole prechádza do popisu možných spôsobov autentizácie na základe
predloženej informácie od uživateľa. Systémy opatrené len heslom v súčasnej dobe
nemožno považovať za dostatočne zabezpečené. K zvýšeniu úrovne ochrany týchto
systémov možno využiť kľúče asymetrickej kryptografie uložené v smart card za-
riadení. Tieto zariadenia majú vlastný mikroprocesor, ktorý im dovoluje vykonávať
kryptografické operácie. Tým pádom nie je potrebné exportovať súkromný kľúč pred
jeho použitím, čo znižuje pravdepodobnosť jeho zneužitia. K autentizácií do operač-
ného systému Linux pomocou protokolu SSH sa vykonáva vďaka páru asymetrických
kľúčov. Kde verejný kľúč je uložený v súborovom systéme uživateľa vytvoreného na
servery a súkromým kľúčom disponuje len klient, kedže je držiteľom tokena. Protol
SSH dokáže autentizovať aj pomocou uživateľského certifikátu, podpísaného certi-
fikačnou autoritou dôvernou pre obe zúčastnené strany komunikacie. Tento spôsob
autentizácie nie je v práci spomenutý pretože SSH nepodporuje certifikáty formátu
X509 z dôvodu ich komplexnosti. Namiesto X509 SSH implementuje vlastné certi-
fikáty, veľmi jednoduché v porovnaní s X509, ktoré avšak nie sú kompatibilné so
PKCS#11 zariadeniami. SmartCard-HSM zariadenie od firmy CardContact podpo-
ruje RSA kľúče s dľžkou do 2048 bitov a ECC kľúče o dľžke 192, 224, 256 a 320
bitov. Token obmedzuje využitie kľúčov eliptických kriviek len k podpisovaniu dat,
čo možno považovať za značnú nevýhodu, kedže RSA kľúče sú výpočetne náročnej-
šie pre hardvér tokena. Navrhovanú PKI možno vylepšiť o zastupujúce certifikačné
autority, čo zvyšuje bezpečnosť celého riešenia, avšak zvyšuje to réžiu počas procesu
autentizácie. Zvýšenie bezpečnosti návrhu by sa dalo dosiahnuť rozšírením na dvoj-
faktorovú autentizáciu. Klient by sa identifikoval nielen na základe, že vlastní token
s jeho súkromným kľúčom, ale i preukázaním znalosti hesla.
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ZOZNAM SYMBOLOV, VELIČÍN A SKRATIEK
AES Advanced Encryption Standard, symetrický kryptosystém
RSA asymetrický kryptosystém založený na probléme faktorizácie veľkých
čísel
DL asymetrický kryptosystém založený na probléme diskrétneho
logaritmu
EC kryptosystémy eliptických kriviek
DSA asymetrický kryptosystém diskrétneho logaritmu používaný k
podpisovaniu
ECDSA asymetrický kryptosystém eliptických kriviek používaný k
podpisovaniu
MD5 hašovacia funkcia vytvarajúca haš o veľkosti 128 bitov
SHA256 hašovacia funkcia vytvarajúca haš o veľkosti 256 bitov
CA Certifikačná autorita
HSM Hardware Security Module
SSH Secure Shell je protokol pre zabezpečenú komunikáciu v TCP/IP
sieťach
SSL Secure Sockets Layer je protokol pre zabezpečenú komunikáciu
vložený medzi transportnú a aplikačnú vrstvu
PKI Public Key Infrastructure je v kryptografii označenie infraštruktúry
správy a distribucie verejných kľúčov a certifikátov
URI Uniform Resource Identifier
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