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CHAPTER 1 
INTRODUCTION AND OVERVIEW 
HOW TO USE THIS TEXT 
MODEL is an outgrowth o f  a recen t  movement i n  computer sc ience  t o  
make programming less e f f o r t f u l .  This evo lu t ion  is t a k i n g  p l a c e  through 
t h e  development o f  more s o p h i s t i c a t e d ,  h i g h e r  l e v e l  computer languages. 
The h i g h e r  t h e  l e v e l  o f  a language, t h e  less demanding and s p e c i f i c  are 
t h e  informat ional  requirements t h a t  you, t h e  u s e r ,  must s a t i s f y  i n  o r d e r  
t o  s u c e s s f u l l y  complete a programming t a s k .  In o t h e r  words, h igher  
l e v e l  computer languages do more and more wi th  less and less. MODEL is 
a. v e r y  h igh l e v e l  programming language. As you w i l l  see, by using 
MODEL, you can c a l c u l a t e  t h e  va lues  s a t i s f y i n g  a set o f  equa t ions  merely 
by e n t e r i n g  t h e  equa t ions  i n  any order and desc r ib ing  h o w  t h e  d a t a  t o  be 
used i n  t h e  equa t ions  are organized.  Because t h e  amount o f  information 
you need t o  e n t e r  is so much less t h a n  i n  a convent ional  computer 
program, programs i n  MODEL are given a new name. Ins tead  o f  programs, 
t h e y  axe c a l l e d  s p e c i f i c a t i o n s .  When you "run" a MODEL =ec i£ ica t ion ,  
t h e  programming drudgework o f  o rde r ing  the requ i red  c a l c u l a t i o n s  i n  
proper sequence w i l l  au tomat ica l ly  be done f o r  you. 
Because MODEL w a s  intended t o  be easy  t o  use ,  minimal assumptions 
are made about t h e  computer s o p h i s t i c a t i o n  o f  i n d i v i d u a l s  who w i l l  be 
l e a r n i n g  t o  u s e  it. Therefore,  t h i s  text is w r i t t e n  f o r  people who are 
f a m i l i a r  w i t h  some t e c h n i c a l  o r  bus iness  f i e l d  where computers are used, 
but w h o  have had no previous  experience wi th  computers. W e  w i l l  t r y  t o  
exp la in  a l l  the t e c h n i c a l  terms w e  use  that are p e c u l i a r  t o  computers, 
b u t  w e  do not  exp la in  terns that  you could have learned from the s tudy  
of a l g e b r a  o r  o t h e r  b a s i c  mathematics. W e  a l s o  inc lude  comments w r i t t e n  
f o r  people  who know more about  computers,  b u t  t h e s e  are u s u a l l y  i n  
p a r e n t h e s e s .  I n  g e n e r a l ,  i f  you d o n ' t  understand something i n  
pa ren theses ,  d o n ' t  worry. Learning MODEL w i l l  t a k e  some e f f o r t ,  i f  you 
have had no p rev ious  computer exper ience .  Even i f  you have ,  t h e r e  is 
much d e t a i l  t o  l e a r n  i f  you want t o  master MODEL. However, wi th  
s u f f i c i e n t  p r a c t i c e ,  you w i l l  become p r o f i c i e n t  i n  u s ing  MODEL, and then  
you w i l l  f i n d  t h e  rewards i n  terms o f  programming ease and f l e x i b i l i t y  
t o  be w e l l  worth it. 
Our f i r s t  aim here is t o  inc lude  a l l  t h e  informat ion  you w i l l  need 
on MODEL. T h i s  text may be used as a supplement t o  a programming 
cour se ,  b u t  it is p r i m a r i l y  in tended  as a s e l f - s u f f i c i e n t  gu ide  wi th  
which t h e  p e r s i s t e n t  r e a d e r  can  l e a r n  t o  use  MODEL e f f e c t i v e l y .  W e  
imagine t h a t  most o f  you are l e a r n i n g  MODEL f o r  a s p e c i f i c  purpose.  
The re fo re ,  you may want t o  read c e r t a i n  s e c t i o n s  f a i r l y  q u i c k l y  i f  t h e y  
do no t  a p p l y  t o  your  a p p l i c a t i o n .  W e  w i l l  t r y  t o  e x p l a i n  e v e r y t h i n g  i n  
a way t h a t  is unders tandable ,  w i t h  a focus  on examples.  W e  w i l l  a l s o  
inc lude  sample MODEL s p e c i f i c a t i o n s ,  which should  guide  you i n  w r i t i n g  
your  own. The real test  o f  your  unders tanding  w i l l  be your  a c t u a l  
attempt t o  u s e  t h e  language. Hands-on exper ience  w r i t i n g  and debugging 
your  own MODEL s p e c i f i c a t i o n s  on a computer w i l l  be v i t a l .  
This text is la id  o u t  i n  c h a p t e r s ,  each  o f  which is d i v i d e d  i n t o  
sec:tions. The f i r s t  c h a p t e r  e x p l a i n s  s o m e  of t h e  phi losophy behind 
MODEL and how MODEL is used.  T h i s  c h a p t e r  g i v e s  sugges t ions  f o r  us ing  
t h e  rest o f  t h e  text, and p r e s e n t s  t h e  sequence o f  s t e p s  i n  w r i t i n g  a 
s p e c i f i c a t i o n .  The second c h a p t e r  p rov ides  a review o f  t h e  basic 
computer concep t s  neces sa ry  t o  program i n  MODEL. Some o f  t h i s  material, 
e s p e c i a l l y  the s e c t i o n  about  t h e  o r g a n i z a t i o n  o f  data s t r u c t u r e s ,  may be 
somewhat redundant  f o r  t h o s e  o f  you w h o  a l r e a d y  have a computer 
background, b u t  you should  at  least skim t h i s  material s i n c e  many of 
t h e s e  concep t s  are used i n  t h e  MODEL language i n  a novel  way. The t h i r d  
c h a p t e r  p rov ides  a n  overview of t h e  MODEL language, b u i l d i n g  from a 
s i n g l e  example. The f o u r t h  c h a p t e r  lists t h e  language e lements  t h a t  are 
common t o  e v e r y  MODEL s p e c i f i c a t i o n .  The f i f t h  c h a p t e r  p r e s e n t s  t h e  
syntax and semant ics  for d e s c r i b i n g  t h e  d a t a  t o  be used i n  w r i t i n g  MODEL 
s p e c i f i c a t i o n s .  The s i x t h  chapter  desc r ibes  i n  d e t a i l  how equat ions  are 
expressed i n  t h e  MODEL language. This  seventh chap te r  d i scusses  
subscripts, and t h e  e igh th  desc r ibes  t h e  ways t h a t  MODEL c o n t r o l  
v a r i a b l e s  are used. Through t h e  use of  c o n t r o l  v a r i a b l e s  i n  your 
emat ions ,  you can b u i l d  f l e x i b i l i t y  i n t o  your s p e c i f i c a t i o n s  t o  al low 
them t o  handle d i f f e r e n t  types  of  data i n  d i f f e r e n t  ways. 
W e  have s e v e r a l  suggest ions t o  make about t h e  b e s t  way t o  read t h i s  
t e x t .  You should f i r s t  skim each chap te r  t o  g e t  an idea  o f  what i t ' s  
about. Then you should read it with  the idea  of  understanding - but  not 
at tempting t o  l e a r n  - what it says .  You may want t o  make marks along 
t h e  s i d e  o f  t h o s e  passages you t h i n k  you w i l l  need f o r  a s p e c i f i c  
a p ~ > l i c a t i o n .  Plan t o  f l i p  back t o  earlier s e c t i o n s  t o  f i n d  information 
you need t o  understand later ones. The Table of  Contents and Index, as 
w e l l  as cross-references i n  t h e  t e x t ,  should be u s e f u l  f o r  t h i s .  Do not 
g e t  upset  at  your memory i f  you f i n d  you have t o  do a l o t  o f  rereading;  
t h e r e  is much t o  l e a r n ,  and it is simply not  worthwhile t o  t r y  t o  l e a r n  
it a l l  on the f i r s t  pass .  T r y  a l s o  t o  fol low t h e  explanat ions  
accompanying t h e  examples. You may f i n d  it h e l p f u l  t o  cover up 
explanat ions  a f t e r  you have j u s t  read them, and t r y  t o  regenera te  them 
yourse l f ,  as i f  you were teaching t h e  example t o  someone else. This  
w i l l  h e l p  you t o  remember t h e  important p o i n t s ,  and also show you where 
t h e r e  are gaps i n  your knowledge. I n  sum, although w e  do make an e f f o r t  
t o  inc lude a l l  t h e  information you w i l l  need, even i f  you are a novice 
computer u s e r ,  w e  c a n ' t  lead  you through it by t h e  hand. You w i l l  have 
t o  do t h i s  f o r  yourse l f .  
1.2 USING THE MODEL SYSTEM 
A computer program is a list o f  i n s t r u c t i o n s  t h a t  t e l l  a computer 
what t o  do. I t  can be thought of as t ak ing  c e r t a i n  d a t a  ( e . g . ,  lists of 
numbers) as its input  and producing o t h e r  d a t a  as its output .  The input  
can come from one o r  more o f  s e v e r a l  e x t e r n a l  devices ,  such as magnetic 
t ape ,  d i s k ,  c a r d s ,  o r  a keyboard. The output  can go t o  paper o r  a 
screen,  as w e l l  as t ape ,  d i s k ,  o r  ca rds .  The MODEL system is i t s e l f  a 
computer program, called a compiler,  whose purpose is t o  produce another 
program. I t  is t h u s  a n  au tomat ic  program-writer.  You, t h e  u s e r  o f  t h e  
MODEL system, g i v e  t h e  system a list o f  requirements ,  called a 
s w c i f i c a t i o n ,  as p rev ious ly  desc r ibed ,  and t h e  system a u t o m a t i c a l l y  
produces a program i n  PL/1, which you can t h e n  use  as you would u s e  any 
o t h e r  program. (PL/1 is a h i g h  l e v e l ,  g e n e r a l  purpose computer 
language, b u t  it is not  necessary  f o r  you t o  know how t o  program i n  PL/1 
i n  order f o r  you t o  use  MODEL. ) 
The MODEL s p e c i f i c a t i o n  c o n s i s t s  o f  t h r e e  main p a r t s :  t h e  Header 
names the s p e c i f i c a t i o n  and provides  c e r t a i n  o t h e r  in format ion ,  the D a t a  
Dec la ra t ion  s t a t e m e n t s  describe t h e  o r g a n i z a t i o n  o f  t h e  data and t h e  ---- 
i n fo rma t ion  t o  be manipulated,  and t h e  Asse r t i on  s t a t e m e n t s  state t h e  
requi rements  t o  be m e t  i n  t h e  form o f  equa t ions .  Input  d a t a  are c a l l e d  
SOURCE d a t a .  Output data are called TARGET data. 
The p r o c e s s  o f  w r i t i n g  and us ing  a MODEL s p e c i f i c a t i o n  takes p l a c e  
i n  several s t a g e s .  These s t e p s  are i l l u s t r a t e d  i n  F igure  1.1. The 
p roces s  starts w i t h  your  becoming a w a r e  o f  a data p rocess ing  
requirement ,  t h a t  i s ,  a problem t h a t  you want t o  s o l v e .  I n  t h e  second 
s t e p  you compose a MODEL s p e c i f i c a t i o n  i n  a n  a t t empt  t o  s o l v e  t h e  
problem. Your MODEL s p e c i f i c a t i o n  can  be composed wi th  any e x t e r n a l  
dev ice  that c a n  be r e a d  i n t o  the MODEL compi le r .  Most u s e r s  w i l l  
p robably  e n t e r  t h e i r  s p e c i f i c a t i o n  on d i s k ,  u s ing  a text editor at  a 
keyboard. 
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Figure 1.1 The Overal l  Procedure for U s i n g  MODEL 
In  s t e p  3 ,  t h e  MODEL compiler checks f o r  incompleteness, 
ambiguities and inconsis tencies  i n  your spec i f ica t ion ,  and reports  any 
t h a t  it f inds .  I t  t r i e s  t o  f i l l  i n  what is missing i n  a sens ib le  way. 
I f  it can do t h i s ,  it produces t he  program i n  PL/l. 
In  s t e p  4, it gives you documentation of i ts  attempt t o  compile 
your spec i f i ca t i on .  You receive a l i s t i n g  of t h e  spec i f ica t ion ,  a 
var iab le  cross-reference report ,  a subscript-range repor t ,  a flowchart 
of t h e  generated program, a l i s t i n g  of t h e  generated program, and an 
e r r o r  repor t .  (You need not understand these  terms now). The e r r o r  
report  contains  both warnings and e r r o r  messages. Warnings ind ica te  
t h a t  i n  order  t o  wr i t e  t h e  PL/1 program, aspects  of your spec i f ica t ion  
had t o  be re in te rpre ted .  You may o r  may not agree with the  
r e in t e rp re t a t i on ,  but i n  any case you w i l l  want t o  know about i t ,  s o  
t h a t  you can b e t t e r  understand t h e  f i n a l  output.  Error messages r e f e r  
t o  major problems t h a t  prevented t he  MODEL processor from successful ly  
converting your spec i f ica t ion  i n t o  a workable PL/1 program. Each e r r o r  
message descr ibes  t h e  type of e r r o r  and t h e  l i n e  i n  your spec i f ica t ion  
where t h e  e r r o r  w a s  uncovered. 
A t  t h i s  point ,  using t h e  documentation of t h e  compiling of  your 
spec i f ica t ion ,  espec ia l ly  t h e  e r r o r  repor t ,  you may wish t o  cor rec t  and 
rewri te  your spec i f ica t ion .  This process usually takes  place over 
severa l  s tages .  When you resubmit a spec i f ica t ion ,  correct ing the  
e r r o r s  t h a t  t h e  MODEL compiler f i r s t  discovered, t h e  processor may 
unearth o the r  e r r o r s  which w e r e  hidden. You w i l l  f ind  t h i s  out  i n  t h e  
error report  on t h e  resubmitted spec i f ica t ion .  For example, t h e  
processor cannot discover semantic e r r o r s  i n  what a statement means, 
u n t i l  errors i n  syntax, which make t h a t  statement uninterpretable  i n  
MODEL, are corrected.  
I n  s t e p  5, a f t e r  you have successful ly  compiled your spec i f ica t ion  
i n t o  a PL/1 program, you can en t e r  t h a t  program i n t o  your system's PL/1 
compiler and load it t o  be processed. Before you can run t h e  PL/1 
program, you must be su re  t h a t  your SOURCE da t a  are s tored  on some 
physical  device,  such as cards o r  d i sk ,  which is access ible  t o  your 
system. The da t a  may have already been s tored on t h e  device, o r  you may 
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have t o  en t e r  them yourself .  
In  s t e p  6 ,  you run the  program which t h e  MODEL processor has 
wr i t t en  from your spec i f ica t ion .  It remains only f o r  you t o  exmine  
your TARGET da ta .  I f  you a r e  s a t i s f i e d  with t h e  r e s u l t s ,  then you can 
s top .  You can use t h i s  spec i f i ca t i on  t o  solve s imi l a r  problems i n  t h e  
fu ture .  Otherwise, i n  s t e p  7 ,  you can a l t e r  t h e  spec i f i ca t i on  and t r y  
again. You can a l s o  alter t h e  spec i f i ca t i on  t o  solve o ther  processing 
problems. In  general ,  it is e a s i e r  t o  make a l t e r a t i o n s  i n  t he  MODEL 
spec i f i ca t i on  than i n  t he  PL/1 program it produces. For one thing,  a 
spec i f i ca t i on  is usually much sho r t e r  than t h e  program it produces. For 
another,  each va r i ab l e  is defined only once i n  the main p a r t  of a 
spec i f ica t ion ,  although it may occur severa l  t i m e s  i n  t h e  corresponding 
program, s o  t h e  re levant  information about it is easier t o  f i nd .  Thus, 
you should plan on making any needed changes i n  t h e  spec i f ica t ion  r a t h e r  
than i n  t h e  program. Because of t h e  ease of making changes, MODEL is 
wel l  s u i t e d  t o  t h e  maintainance of programs as w e l l  as t h e i r  c rea t ion .  
You don ' t  need t o  know anything about t he  program at a l l ,  except how t o  
load it i n  and make it run, and what it is supposed t o  do, s o  t h a t  you 
can check t o  see t h a t  it is doing what it is supposed t o .  
1.3 WHY USE MODEL: A SUMMARY 
MODEL is simpler t o  use than o ther  languages, such as PL/1, because 
wr i t ing  a MODEL spec i f i ca t i on  depends merely on your being ab le  t o  
express t h e  equations needed t o  ca l cu l a t e  your r e s u l t s .  Writing a MODEL 
spec i f i ca t i on  is there fore  much more conceptually a l l i e d  t o  s e t t i n g  up 
eqyations f o r  an algebra  problem than t o  solving t h e  equations o r  t o  
wr i t ing  a program i n  a conventional computer language such a s  PL/l. 
MODEL a l s o  he lps  you avoid many of t h e  "nasty" p a r t s  of programming, 
such as input ,  output,  program timing, memory a l loca t ion ,  and loops 
( repeated sets of opera t ions) ,  because these  t a s k s  are performed by the  
system. To use MODEL, you don ' t  even need t o  know what a loop is. 
Therefore you can l ea rn  t o  use MODEL e f f e c t i v e l y  even i f  you do not have 
years  o f  exposure t o  computer concepts. Your t a s k  is fu r the r  s impl i f ied 
because the MODEL system conducts a thorough ana lys i s  of your 
s p c i f i c a t i o n  and prompts you t o  c o r r e c t  any incomplefenesses ,  
i n c o n s i s t e n c i e s ,  o r  ambigu i t i e s  t h a t  it may have  d i scove red .  
MODEL w i l l  a l s o  be a t t r a c t i v e  t o  you i f  you a r e  a p r o f i c i e n t  
programmer w i t h  s o p h i s t i c a t e d  b u s i n e s s  o r  s c i e n t i f i c  needs.  Your 
a s s e r t i o n  s t a t e m e n t s  can  t a k e  t h e  form o f  s imul taneous  equa t ions ,  making 
MODEL a n  i d e a l  language i n  which t o  perform systems model l ing.  Unlike 
o t h e r  very h i g h  l e v e l  languages,  MODEL is domain independent and g e n e r a l  
i n  purpose .  MODEL pe rmi t s  a l l  t h e  f u n c t i o n s  and d a t a  t y p e s  available i n  
Pv1, and a l lows  new f u n c t i o n s  t o  be de f ined  as w e l l .  An a d d i t i o n a l  
advantage is t h a t  data d e s c r i p t i o n  i n  MODEL is independent o f  t h e  
e x t e r n a l  d e v i c e  used f o r  s t o r a g e ,  s imp l i fy ing  i n p u t  and o u t p u t .  
CHAPTER 2 
BASIC CONCEKTS 
2.1 MODEL TERMS 
In  t h i s  chapter,  w e  w i l l  introduce some bas ic  concepts of 
programming and da t a  s t ruc tu re s .  You w i l l  need t o  read t h e  following 
even i f  you are fami l ia r  with o ther  languages, because i n  t he  MODEL 
language these  concepts have a d i f f e r e n t  meaning, even when t h e  same 
term is used t o  r e f e r  t o  them. 
2.1.1 FILES 
D a t a  a r e  s to red  i n  FILES. A FILE is e s s e n t i a l l y  a list of 
information, which may be s tored on an ex te rna l  device.  You can think 
of t h e  purpose of a program as being the c rea t ion  of an output FILE 
according t o  c e r t a i n  ins t ruc t ions ,  which may involve an input FILE. In 
MODEL, FILES containing input o r  SOURCE da t a  a r e  ca l l ed  SOURCE FILES. 
FILES containing output o r  TARGET da ta  a r e  ca l l ed  TARGET FILES. 
2.1.2 VARIABLES 
In  a MODEL spec i f ica t ion ,  requirements are expressed i n  terms of 
var iab les .  (Usually,  t h e  same var iab les  are a l s o  used i n  t h e  PL/1 
program t h a t  is produced, bu t ,  as w e  s h a l l  explain,  t h e  concept of a 
var iab le  i n  MODEL is d i f f e r e n t  from t h e  usual concept i n  a program.) In 
most computer programs, a var iab le  is a s l o t  which is given t h e  
v a r i a b l e ' s  name, l i k e  a person's  m a i l  s l o t .  This s l o t  can be f i l l e d  
with any one of a range of possible  values,  and these  values  can change 
over t i m e .  There are d i f f e r e n t  kinds of var iab les ,  such as fixed 
decimal o r  charac te r  s t r i n g .  For an  a r i thmet ic  var iab le ,  t h e  slot can 
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con ta in  a number; f o r  a c h a r a c t e r  s t r i n g  v a r i a b l e ,  it can con ta in  a 
s t r i n g  o f  characters such as 'ABC' o r  'FRED'. 
I n  MODEL, a v a r i a b l e  is like an unknown i n  an a l g e b r a i c  equat ion ,  
which is def ined uniquely according t o  its r e l a t i o n s h i p  t o  t h e  o t h e r  
v a r i a b l e s  i n  t h e  equat ion .  U n t i l  a v a r i a b l e  is used i n  an equat ion ,  it 
is undefined. A statement of  a requirement i n  a MODEL s p e c i f i c a t i o n  is 
c a l l e d  an a s s e r t i o n  s ta tement .  An a s s e r t i o n  statement d e f i n e s  t h e  value 
of a v a r i a b l e  i n  terms of  o t h e r  v a r i a b l e s .  Once t h e  value  o f  a v a r i a b l e  
is def ined,  it cannot  be changed. I n  t h i s  respec t ,  MODEL is un l ike  m o s t  
computer languages. The reason f o r  t h i s  r e s t r i c t i o n  i n  MODEL w l l l  be 
expla ined s h o r t l y .  The only  d i f f e r e n c e  between MODEL v a r i a b l e s  and 
a l g e b r a i c  v a r i a b l e s  is that it is u s u a l  t o  use f u l l  names f o r  the 
v a r i a b l e s  i n  MODEL, such as ITEM, ins t ead  of t h e  s i n g l e  letters more 
common i n  a lgebra ;  wi th  f u l l  names, i t ' s  easier t o  remember w h a t  the 
names mean. 
As i n  a lgebra ,  you can use  a name w i t h  s u b s c r i p t s  t o  d i s t i n g u i s h  
s e v e r a l  related v a r i a b l e s .  The s u b s c r i p t  e s s e n t i a l l y  g ives  a number t o  
t h e  v a r i a b l e  as w e l l  as a name, s o  t h a t  d i f f e r e n t  ' v a r i a b l e s  can be 
d i s t ingu i shed  by number as w e l l  as name. Without s u b s c r i p t s ,  you would 
have t o  g i v e  d i f f e r e n t  names t o  every  number i n  a list. With 
s u b s c r i p t s ,  you use  t h e  same name, and d i f f e r e n t  s u b s c r i p t s ,  f o r  the 
d i f f e r e n t  numbers i n  t h e  list. Ord ina r i ly ,  the s u b s c r i p t s  start a t  1 
and go up t o  N ,  where N is t h e  number o f  items i n  t h e  list. A s u b s c r i p t  
is placed i n  parentheses  after a v a r i a b l e  name. For example, i n  ITEM( 1) 
and fTEM(2), t h e  s u b s c r i p t s  are 1 and 2, r e s p e c t i v e l y .  These might be 
thought of as the f i r s t  and second i tems,  r e spec t ive ly ,  o r  as i t e m  
number 1 and i t e m  nwnber 2 .  O t h e r  v a r i a b l e s  can a l s o  be used as 
s u b s c r i p t s .  For example, ITEM(1)  can be used t o  r e f e r  t o  the I t h  i t e m .  
H e r e ,  I is a v a r i a b l e  used as a s u b s c r i p t .  I f  I has been set equal  t o  
10, then  ITEM( I ) w i l l  be the same as ITEM( 10 ) . However, s u b s c r i p t s  must 
be i n t e g e r s ,  or v a r i a b l e s  that have the value  o f  i n t e g e r s ;  an  
express ion such as ITEM(3.14) cannot be used. A v a r i a b l e  may have more 
than  one s u b s c r i p t ,  and w e  shall exp la in  at  some leng th  how such 
v a r i a b l e s  are handled. 
2.1.4 ASSERTION STATEMENTS 
The requirements i n  a s p e c i f i c a t i o n  are expressed i n  a s s e r t i o n  
s ta tements .  These are s ta tements  t h a t  d e f i n e  t h e  value  o f  one v a r i a b l e  
( p o s s i b l y  a subsc r ip ted  v a r i a b l e )  i n  terms of  one o r  more o t h e r  
v a r i a b l e s ,  cons tan t s ,  and funct ions .  ( T h i s  is d i f f e r e n t  from o t h e r  
computer languages i n  which a temporary value  f o r  a v a r i a b l e  is given t o  
a s l o t  using an  assignment s ta tement .  ) F o r  example, 
FRED = 5 ;  
would d e f i n e  t h e  va lue  o f  t h e  v a r i a b l e  FRED as 5. FRED could then never 
be given another  value  i n  t h e  same s p e c i f i c a t i o n .  
would d e f i n e  t h e  value  o f  ITEM( 2 )  as equa l  t o  t h e  va lue  of ITEM( 1 ). A s  
w e  w i l l  exp la in  p resen t ly ,  t h i s  a s s e r t i o n  could appear at  any poin t  i n  
t h e  s p e c i f i c a t i o n ,  even be fore  t h e  value  o f  ITEM( 1 ) w a s  def ined.  The 
value o f  ITEM(1) would be defined i n  another  a s s e r t i o n ,  such as 
I n  w r i t i n g  a s s e r t i o n s  i n  MODEL s p e c i f i c a t i o n s ,  it is more common 
(and much more e f f i c i e n t )  t o  use v a r i a b l e s  as s u b s c r i p t s ,  i n s t e a d  of  
s p e c i f i c  numbers. I n  t h i s  way, a l l  t h e  members o f  a long list could be 
def ined a t  one t i m e .  Suppose w e  have a SOURCE FILE conta in ing two 
v a r i a b l e s  called DIVIDEND( I )  and DIVISOR( I) ,  and a TARGET FILE 
conta in ing a v a r i a b l e  called QUOTIENT(1). E s s e n t i a l l y ,  w e  have a list 
of d iv idends  and a list o f  d i v i s o r s ,  and w e  want a list of t h e i r  
r e spec t ive  q u o t i e n t s .  The va lues  o f  a l l  t h e  q u o t i e n t s  i n  t h e  TARGET 
FILE could be def ined i n  a s i n g l e  a s s e r t i o n  s ta tement :  
I n  words, t h i s  would mean, "The I t h  q u o t i e n t  is de f ined  as the I th  
d iv idend d i v i d e d  by  the I t h  d i v i s o r . "  Th i s  would app ly  a u t o m a t i c a l l y  and 
s imu l t aneous ly  f o r  a l l  v a l u e s  o f  I. 
Of t en ,  it is inconvenient  t o  d e f i n e  TARGET FILE v a r i a b l e s  d i r e c t l y  
i n  terms o f  SOURCE FILES v a r i a b l e s ,  as i n  t h i s  example. I n s t e a d ,  w e  may 
have t o  make up o t h e r  v a r i a b l e s ,  t h a t  a r e  de f ined  i n  terms of SOURCE 
FILES v a r i a b l e s ,  still  o t h e r  v a r i a b l e s  d e f i n e d  i n  terms of t h e s e ,  and s o  
on. These v a r i a b l e s  are called in t e rmed ia t e  v a r i a b l e s .  For example, 
QUOTIENT( I ) might be a n  in t e rmed ia t e  v a r i a b l e  i n s t e a d  o f  the TARGET 
v a r i a b l e ,  and t h e r e  might be ano the r  a s s e r t i o n  s t a t emen t  d e f i n i n g  some 
o t h e r  v a r i a b l e  i n  t e r n  o f  QUOTIENT( I ), such as 
A MODEL s p e c i f i c a t i o n  is nonprocedural .  T h i s  means that you do no t  
need t o  list the requi rements  i n  any p a r t i c u l a r  o r d e r .  The re fo re ,  you 
may list your  a s s e r t i o n  s t a t e m e n t s  i n  t h e  o r d e r  most convenient  f o r  you, 
o r  i n  an arbitrary o r d e r ,  w i thou t  changing t h e  meaning o f  t h e  
s p e c i f i c a t i o n .  I n  the program t h a t  MODEL produces,  your  i n s t r u c t i o n s  
w i l l  be reordered s o  t h a t  your  requi rements  can  be satisfied wi th  
maximum e f f i c i e n c y  . 
For  example, i f  your  i n s t r u c t i o n s  a r e  
ABE = BETH + CAIN; 
CAIN = DAVID/EDNA; 
EDNA = 1; 
DAVID = 2; 
BETH = 3; 
MODEL w i l l  not be confused by t h e  fact t h a t  the v a r i a b l e s  needed f o r  the 
f i r s t  i n s t r u c t i o n  are not  themselves assigned va lues  u n t i l  later.  (You 
m i c j h t  t r y  t o  c a l c u l a t e  t h e  value  of  ABE yourse l f ,  t o  see how MODEL might 
accomplish t h i s  t a sk . )  Nonprocedurality o f  a s s e r t i o n s  is one of  t h e  main 
f e a t u r e s  d i s t i n g u i s h i n g  MODEL s p e c i f i c a t i o n s  from conventional  programs 
using ordered lists of  i n s t r u c t i o n s .  
2.1.6 THE PROBLEM OF DEFINING SINGLE VALUES FOR VARIABLES 
Nonprocedurality a l s o  exp la ins  some of t h e  o t h e r  f e a t u r e s  of  MODEL. 
I n  p a r t i c u l a r ,  it exp la ins  why you cannot change t h e  value of  a v a r i a b l e  
once its va lue  has been def ined.  To do t h i s ,  you would have t o  s p e c i f y  
which value  w a s  t o  be def ined f i r s t ,  and when t h e  d e f i n i t i o n  w a s  t o  be 
made r e l a t i v e  t o  o t h e r  d e f i n i t i o n s .  This  would amount t o  spec i fy ing  t h e  
o rder  o f  d e f i n i t i o n s ,  which you cannot do. Another f e a t u r e  is t h a t ,  i n  
MODEL, t h e r e  is on ly  a s i n g l e  de f in ing  statement f o r  each v a r i a b l e ,  that 
is, an a s s e r t i o n  statement i n  which that v a r i a b l e  appears  on t h e  l e f t .  
Again, i f  t h e r e  were more than one, it would be necessary t o  say  which 
was f i r s t ,  which w a s  second, and s o  on. ( I t  is p o s s i b l e  t o  use more 
than  one a s s e r t i o n  statement t o  d e f i n e  a s i n g l e  v a r i a b l e  i f  each a p p l i e s  
when a d i f f e r e n t  exclus ive  condi t ion  is m e t .  I n  t h a t  case there would 
be no n e c e s s i t y  t o  o rder  them, f o r  on ly  one could apply at  any one 
time. ) 
Nonprocedurality may a t  f i r s t  create some problems, e s p e c i a l l y  f o r  
a person who is used t o  conventional  computer languages. On the whole, 
however, it is u s u a l l y  much easier, once you become accustomed t o  it. 
(Those w i t h  no computer experience w i l l  probably f i n d  it more n a t u r a l  
than  o t h e r  languages from t h e  o u t s e t . )  One p e r s i s t e n t  problem concerns 
those  cases i n  which w e  t h i n k  o f  the whole po in t  o f  the program o r  
s p e c i f i c a t i o n  as involving t h e  updating o f  a s i n g l e  v a r i a b l e .  For 
example, suppose w e  wish t o  f i n d  M f a c t o r i a l  (M!  ). ( M  f a c t o r i a l  is t h e  
product  o f  a l l  the i n t e g e r s  from 1 t o  M. ) To f i n d  M I  w e  need t o  perform 
a series of m u l t i p l i c a t i o n s .  I n  a a procedural  languqe w e  would keep 
inc reas ing  t h e  value  o f  a s i n g l e  v a r i a b l e ,  N ,  as each a d d i t i o n a l  number 
is mul tp l ied  i n .  I n  MODEL w e  compute M f a c t o r i a l  us ing a subscripted 
v a r i a b l e  N( I )  and a s u b s c r i p t  I which assumes values  corresponding t o  
t h e  numbers of  a l l  t h e  elements of  N ( 1 )  from 1 t o  M.  Each success ive  
element o f  N ( 1 )  corresponds t o  what would be a reassignment o f  t h e  value 
of N i n  a procedura l  language, wi th  t h e  s u b s c r i p t  I i n d i c a t i n g  which 
success ive  element we mean. 
Th i s  can be  expressed i n  a s i n g l e  MODEL a s s e r t i o n  statement l i k e  
N ( 1 )  = IF  I = 1 THEN 1 ELSE I * N ( 1 - 1 ) ;  
(The symbol * i n d i c a t e s  m u l t i p l i c a t i o n .  ) The a s s e r t i o n  says  t h a t  i f  t h e  
value o f  t h e  s u b s c r i p t  I is 1, then  t h e  value  o f  N ( 1 )  is 1, otherwise ,  
t h e  va lue  o f  N( I )  is t h e  value  of  t h e  "last" value  o f  N( I ), namely 
N - 1 )  times t h e  value  o f  t h e  s u b s c r i p t  I .  I n  t h i s  case  N( 5 ) would 
have a va lue  o f  120, t h a t  is 5 ! ( 5 f a c t o r i a l ) .  W e  assume here t h a t  I 
has s o m e  maximum value ,  M, which is t h e  value  whose f a c t o r i a l  w e  are 
seeking.  ( I f  you are f a m i l i a r  wi th  o t h e r  languages, you might worry 
t h a t  such a t r i c k  w i l l  use up t o o  much memory, by c r e a t i n g  lists of 
v a r i a b l e s  when s i n g l e  ones would do. Don't  worry. The MODEL system 
f i g u r e s  o u t  by i t s e l f  how t o  optimize t h e  use  o f  memory. You should not  
th ink  about  memory at a l l ,  b u t  i f  you must, t h i n k  o f  it as i n f i n i t e  i n  
capac i ty .  ) 
2.2 PRINCIPLES OF DATA ORGANIZATION 
As p a r t  o f  w r i t i n g  a MODEL s p e c i f i c a t i o n  you need t o  d e s c r i b e  how 
your i n p u t  and ou tpu t  d a t a  s t r u c t u r e s  are organized.  When w r i t i n g  a 
s p e c i f i c a t i o n  you should start wi th  an i d e a  o f  e x a c t l y  what you p lan  t o  
put  i n  (your  SOURCE FILES) and e x a c t l y  what you p l a n  on g e t t i n g  out 
(your TARGET FILES). The equat ions  you w i l l  w r i t e  i n  your a s s e r t i o n  
s t a t ements  r ep resen t  a b r idge  between these t w o  sets o f  s t r u c t u r e s .  The 
form t h e y  w i l l  t a k e  depends on how t h e  SOURCE and TARGET FILES are 
s t r u c t u r e d .  Therefore,  correct d a t a  s t r u c t u r i n g  is very  important.  The 
rest of th is  chap te r  w i l l  d e s c r i b e  a set o f  conventions f o r  i d e n t i f y i n g  
t h e  parts o f  d a t a  s t r u c t u r e s .  L a t e r  chap te r s  w i l l  exp la in  i n  d e t a i l  how 
these conventions are app l i ed  t o  d a t a  d e c l a r a t i o n  i n  MODEL by us ing 
s p e c i f i c  MODEL keywords t o  l a b e l  va r ious  p a r t s  o f  your d a t a  s t r u c t u r e s .  
2.2.1 ARRAYS AND TREES 
The phrase  "how your d a t a  are organized" refers t o  the names and 
s u b s c r i p t s  you use  to refer to each p i e c e  o f  d a t a .  I n  MODEL, you should 
t h i n k  about  your d a t a  as c o n s i s t i n g  of lists of  basic elements such as 
numbers, o r  lists o f  l i s t s ,  o r  lists o f  lists o f  lists, etc. Each list 
has a name and a r e p e t i t i o n  count ,  that is, t h e  number of elements it 
con ta ins .  The r e p e t i t i o n  count i n d i c a t e s  t h e  maximum va lue  a s u b s c r i p t  
can take. The use of s u b s c r i p t s  is c o n s i s t e n t  w i t h  organiz ing d a t a  i n  
terms o f  t a b l e s ,  which are two-dimensional arrays ( t h e  use o f  dimensions 
and subscripts i n  desc r ib ing  a r r a y s  w i l l  be explained s h o r t l y ) .  Each 
row i n  a table may be thought o f  as a list, and the w h o l e  t a b l e  may 
t h e r e f o r e  be thought  o f  as a list o f  lists. Figure  2 . 1  shows an a r r a y  
of  shopping lists f o r  three d i f f e r e n t  s t o r e s ,  w i t h  each list conta in ing 
f o u r  items. 
ITEM # 
2 3 
LISP OF STORES -- --- 
1 SUPERMARKET 
2 DRUG STORE 
3 SCHOOL BOOKSTORE 
apples  m i l k  bread cheese 
band-aids cough drops comb soap 
MODEL text calendar  Pens notebook 
Figure  2 .1  
Shopping L i s t  Array 
If you were t o  e n t e r  t h e  shopping list a r r a y  as d a t a  f o r  a computer 
t o  use,  f o r  example to keep t r a c k  of your budget ,  you would probably 
e n t e r  it i n  a s i n g l e  continuous s t r i n g  of items like: 
api?les,milk,bread,cheese,band-aids,cough drops,comb,soap,MODEL t e x t ,  
calendar,pens,notebook 
Somewhere i n  your budget program, you could then  r e l a y  the 
information that t h i s  s t r i n g  h a s  a r e g u l a r ,  underlying s t r u c t u r e ;  it 
c o n s i s t s  of three lists of  four  items each. Because the a r r a y  is 
requ la r ,  you wouldn't  have .to s p e c i f i c a l l y  d e s c r i b e  how many i tems w e r e  
on each list. You can do t h i s  because each list h a s  t h e  same number of  
items. I n  a r e g u l a r  a r r a y  each row should have t h e  same number of  
e n t r i e s  as every  o t h e r  row. The same t h i n g  is t r u e  f o r  t h e  columns. 
Suppose you suddenly remembered t h a t  you ' r e  having your pa ren t s  
over f o r  d inner  and you want t o  se rve  them chicken. Af te r  checking your 
r e f r i g e r a t o r ,  you r e a l i z e  t h a t  you need t o  add chicken t o  your 
supermarket shopping list. However i f  you add chicken t o  the s t r i n g  of 
d a t a  f o r  your budget program by i n s e r t i n g  it between cheese and 
band-aids, t h i s  w i l l  cause  confusion.  The computer w i l l  read your d a t a  
t o  mean that chicken is bought at the drug s t o r e  and soap at t h e  
bookstore. To keep t r a c k  o f  a set o f  lists w h e r e  you can p o t e n t i a l l y  
have a d i f f e r e n t  number o f  i tems on each l i s t ,  you need a d i f f e r e n t  
method of s t r u c t u r i n g  d a t a  than  a regu la r  a r r a y .  One a l t e r n a t i v e  is t o  
s t r u c t u r e  data i n  terms o f  trees. 
SHOPPING LIST 
SCHOOL ~OOKSTORE 
- I -  -: t- 
I I I I 
I I I I  I I I  I  I  1 
app les  I bread I chicken I cough drops  soap I  ca lendar  I  pens 
I 1 I I I I 
i 
m i F k  cheese ban&-aids c hmb MODE; text not  &book 
Figure  2.2 
Shopping L i s t  Tree 
The tree idea is m o r e  flexible because it allows d i f f e r e n t  lists t o  
con ta in  d i f f e r e n t  numbers o f  items. Figure  2.2 shows t h e  shopping list 
a r r a y  rear ranged i n t o  a tree. Trees c o n s i s t  o f  nodes and the branches 
between t h e m .  N o d e s  are the p a r t s  of t h e  tree that are individuated  by 
names ( o r  s u b s c r i p t s ) .  I n  this c a s e ,  t h e  name o f  each s t o r e  is a node 
i n  the tree. The i n d i v i d u a l  i tems are also nodes. P a i r s  o f  nodes at 
d i f f e r e n t  l e v e l s  i n  a data tree are connected by b ranches .  These 
branches  show how t h e  nodes are i n t e r r e l a t e d .  Th i s  k ind  o f  data 
o r q a n i z a t i o n  is called h i e r a r c h i c a l ,  because  nodes r e p r e s e n t i n g  lists 
t h a t  c o n t a i n s  o t h e r  lists are h ighe r  up i n  t h e  tree t h a n  t h e  nodes 
r e p r e s e n t i n g  t h e  lists t h e y  c o n t a i n .  
For  any p a i r  o f  nodes connected by a branch,  t h e  upper  node is 
c a l l e d  t h e  p a r e n t ,  and t h e  lower node is c a l l e d  t h e  c h i l d .  One node can  
be the p a r e n t  f o r  any number o f  c h i l d  nodes. Also t h e  same node can  be 
t h e  p a r e n t  o f  t h e  one immediately below it i n  t h e  t r e e  and t h e  c h i l d  o f  
t h e  one immediately above i t ,  j u s t  as a man can  be t h e  f a t h e r  o f  his 
daugh te r  and t h e  t h e  son  o f  h i s  mother. (Although t h i s  form o f  d a t a  
d e s c r i p t i o n  is more f l e x i b l e  t h a n  a r r a y s ,  it is also less e f f i c i e n t  . As 
you w i l l  see, whenever you u s e  trees f o r  data d e s c r i p t i o n ,  it w i l l  be 
necessary  t o  list how many c h i l d  nodes each p a r e n t  node is connected 
t o . )  The node SHOPPING LIST, r e p r e s e n t i n g  t h e  whole t r e e ,  is p a r e n t  f o r  
t h e  nodes r e p r e s e n t i n g  shopping lists f o r  i n d i v i d u a l  s t o r e s .  S i m i l a r l y ,  
store lists are p a r e n t s  f o r  i n d i v i d u a l  items. 
2.2.2 DESCRIBING ARRAY STRUCTURE 
D a t a  d e s c r i p t i o n  i n  a r r a y s  and trees i n  terms o f  how subscripts are 
used and dimensions are named is s i m i l a r .  S ince  more people  are 
f a m i l i a r  w i t h  a r r a y s  ( a n d  more computer languages u s e  a r r a y s ) ,  t h e  
convent ions  o f  d e s c r i b i n g  d a t a  i n  terms o f  a r r a y s  w i l l  be expla ined  
f i r s t .  Then we can  e a s i l y  g e n e r a l i z e  t h e s e  r u l e s  t o  a p p l y  them t o  
trees. D a t a  d e s c r i p t i o n  i n  MODEL u s e s  tree o r g a n i z a t i o n  because  o f  its 
g r e a t e r  f l e x i b i l i t y  . However f o r  many a p p l i c a t i o n s ,  array d e s c r i p t i o n  
o r  tree d e s c r i p t i o n  w i l l  be in t e rchangeab le .  
The fo l lowing  d e s c r i p t i o n s  o f  data s t r u c t u r e s  u se  numbers as t h e  
basic e lements .  This is a matter o f  convenience.  There  is no r u l e  
p r o h i b i t i n g  data s t r u c t u r e s  f r o m  b e i n g  c o n s t r u c t e d  us ing  character 
e lements .  There  can be data s t r u c t u r e s  o f  any s i z e  c o n t a i n i n g  letters, 
names, b i n a r y  bits,  etc. There can  a l s o  be data s t r u c t u r e s  which 
i n c l u d e  b o t h  numbers and c h a r a c t e r  s t r i n g s  as basic e lements .  
A scalar or zero-dimensional a r r a y  is a s i n g l e  v a r i a b l e ,  like X i n  
a l g e b r a .  See F igu re  2.3( a )  f o r  examples. Giving a v a r i a b l e  name, such 
as X or LUCY, t o  a scalar is enough t o  s p e c i f y  it uniquely.  T h i s  means 
us ing  t h e  v a r i a b l e  name, either you o r  t h e  computer can  refer t o  a 
scalar wi thou t  g e t t i n g  it confused w i t h  any o t h e r  scalar. 
.05 6.02E23 11 
LUCY ETHEL LITlTE-RI CKY 
( a )  Examples o f  S c a l a r s  
I 1 2 3 4 5 
FELIX( I ) .04 .76 .31  .40 .72 
( b )  Example o f  a Vector  
1 2  3 4 
COLUMN( J ) 
( c )  Example o f  Matrix MOE(1,J) 
------------------------ -------- 
MATRIX( I ) 1 2 
1 2 3 4  1 2 3 4  
COLUMN( K ) COLUMN( K) 
(d ) Example of Three-Dimensional Array CURLY( I, J, K )  
F i g u r e  2.3 Arrays  o f  D i f f e r e n t  S i z e s  
A v e c t o r  or one-dimensional  array is a s i n g l e  row o f  v a r i a b l e s ,  
each o f  which can  take on one va lue .  See F igu re  2.3( b ) f o r  an example 
o f  a v e c t o r .  The number o f  e lements  (numbers) i n  a v e c t o r  is called its 
range.  Giv ing  a v a r i a b l e  name, such  as FELIX, t o  a v e c t o r  w i l l  n o t  
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enable  you t o  s p e c i f i c a l l y  r e f e r  t o  any o f  its members .  For a v e c t o r  of 
range M, where M >= 1, any m e m b e r  of  t h a t  v e c t o r  can be uniquely 
s p e c i f i e d  wi th  a s u b s c r i p t  I ,  where 1 c= I <= M. From t h e  example i n  
Figure  2 .3 (b ) ,  FELIX(1) = .05, FELIX(2) = .76, FELIX(3) = .31, and s o  
on. Each element o f  t h e  v e c t o r  has a d i f f e r e n t  s u b s c r i p t .  The w h o l e  
vec to r  is c a l l e d  FELIX(I), and its range is 5 .  Any data s t r u c t u r e ,  such 
as FELIX( I ) ,  whose elements are d i s t i n g u i s h e d  wi th  s u b s c r i p t s  is c a l l e d  
a r e p e a t i n g  v a r i a b l e ,  o r  a subsc r ip ted  v a r i a b l e .  
An ord ina ry  t a b l e  o f  numbers is a two-dimensional a r r a y  o r  matr ix .  
A ma t r ix  c o n s i s t s  of  a c e r t a i n  number of  v e c t o r s  o f  t h e  same l eng th ,  
l a i d  down next  t o  each o t h e r .  Each v e c t o r  is a row i n  t h e  t a b l e ,  o r  i f  
you p r e f e r ,  each is a column. Each element o f  a mat r ix  must have two 
s u b s c r i p t s ,  ( I, J ) , t o  s p e c i f y  it uniquely,  where one of  t h e  s u b s c r i p t s  
r e f e r s  t o  t h e  row number and t h e  o t h e r  r e f e r s  t o  t h e  column number. For 
example, i n  Figure  2 . 3 ( c ) ,  wi th  1 being row number and J being column 
number, MOE( 2 , 3  ) = 4, while MOE( 3 , 2  ) = 3 .  The range o f  t h e  row 
dimension o f  MOE( I,  J )  is 3 ,  whi le  t h e  range o f  t h e  column dimension is 
4. 
A three-dimensional a r r a y  c o n s i s t s  of a series o f  matrices of  the 
same shape ar ranged one above t h e  o t h e r  t o  form a r e c t a n g u l a r  prism, 
like a s t a c k  o f  blackboards.  See Figure  2.3-4 f o r  an example (p resen ted  
two-dimensionally). Each element o f  a three dimensional a r r a y  must have 
t h r e e  s u b s c r i p t s  ( I , J , K ) ,  where one o f  t h e  s u b s c r i p t s  r e f e r s  t o  t h e  
number of t h e  ma t r ix ,  a second r e f e r s  t o  row number, and a t h i r d  r e f e r s  
t o  t h e  column number. For example, i n  Figure  2.3-dl w i t h  I being matrix 
number, J being row number, and K be ing column number, CUR&Y(1,2,3) = 4, 
while CUFU,Y(3,2,1) does not  exist. The ranges o f  I ,  J, and K are 2, 3, 
and 4, r e s p e c t i v e  l y  . 
A four-dimensional a r r a y  would c o n s i s t  o f  a series o f  r e c t a n g u l a r  
prisms of t h e  same s i z e  and shape, like s e v e r a l  s t a c k s  o f  blackboards.  
The reader  can probably i n f e r  t h a t  an  element w i t h i n  it would r e q u i r e  
four  s u b s c r i p t s  ( I , J , K , L )  f o r  unique s p e c i f i c a t i o n .  The g e n e r a l  r u l e  is 
t h a t  an a r r a y  of n dimensions r e q u i r e s  n s u b s c r i p t s  i n  o r d e r  f o r  each 
element t o  be uniquely s p e c i f i e d .  
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2.2.3 DESCRIBING TREE STRUCTURE 
A l l  data a r r a y s  can  be r e s t r u c t u r e d  t o  form data trees, even i f  a l l  
d a t a  trees c a n ' t  be r e s t r u c t u r e d  i n t o  data a r r a y s .  MODEL u s e s  d a t a  
d e s c r i p t i o n  i n  terms o f  trees because  o f  its g r e a t e r  f l e x i b i l i t y .  
F igure  2.4 shows CURLY( I,  J , K )  laid o u t  as a t r e e .  The t r u n k  o r  highest 
l e v e l  node names t h e  whole set o f  data. The t r u n k  node t h e n  s p l i t s  i n t o  
major b ranches  l e a d i n g  t o  the nodes on the next  l e v e l .  These nodes then  
s p l i t  i n t o  subnodes, w h i c h  u l t i m a t e l y  s p l i t  i n t o  the last l e v e l  of 
nodes, the l e a v e s  o f  t h e  tree. 
ELEMENT 7 4 1 3  5 6 4 2  1 3 8 2  8 9 9 1  4 7 3 5  2 6 5 6  
Figure  2.4 
T r e e  Represen ta t ion  o f  Three-dimensional A r r a y  CURLY( I ,  J ,  K ) 
I n  MODEL, the h i g h e s t  level node naming the whole set o f  data is  
referred t o  as a FILE. The nodes i n  the middle o f  t h e  tree are r e f e r r e d  
t o  as GROUPS or RECORDS; the bottom nodes are referred t o  as FIELDS. 
These leaf nodes r e p r e s e n t  t h e  i n d i v i d u a l  data p o i n t s .  Each t i m e  t h e  
tree d i v i d e s ,  when going  from the t o p  o f  the tree t o  the b o t t o m ,  a n o t h e r  
dimension is formed. The number o f  child nodes that the p a r e n t  node 
immediately above that l e v e l  o f  the tree d i v i d e s  i n t o  is the range  o f  
tha t  dimension. I n  o u r  example, the first d i v i s i o n  i n t o  two nodes 
cor responds  t o  the v e r t i c a l  matrix dimension ( I ) of CURLY( I, J, K )  . (The 
range  o f  this  dimension is two, cor responding  t o  the number o f  
e l emen t s . )  The second d i v i s i o n  i n t o  three subnodes for each node 
cor responds  t o  t h e  row dimension ( J ) .  The third d i v i s i o n  i n t o  f o u r  
leaves for each subbranch cor responds  t o  the column dimension (K).  T h i s  
example shows three dimensions,  b u t  the number can  be as l a r g e  o r  as 
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small as you desire. 
I n  t h i s  k ind of  d a t a  h ie ra rchy ,  t h e  o rder  of  s u b s c r i p t s  is t h e  same 
as t h e  o r d e r ' o f  t h e  dimensions moving from t h e  t o p  t o  t h e  bottom of t h e  
tree. The l e f tmos t  s u b s c r i p t  corresponds t o  t h e  d i v i s i o n  closest t o  t h e  
t o p  of t h e  tree ( t h e  mat r ix  dimension i n  Figure 2 . 4 ) .  This  is c a l l e d  
t h e  f i r s t  dimension and represen t s  t h e  t o p  l e v e l  of  t h e  data h ie ra rchy .  
Each subsequent d i v i s i o n ,  moving f a r t h e r  away from t h e  t runk  of  t h e  
t r e e ,  corresponds t o  t h e  next dimension and t h e  next s u b c r i p t ,  moving 
left t o  r i g h t .  The d i v i s i o n  f a r t h e s t  from t h e  t runk  of t h e  tree ( t h e  
column dimension i n  our  example) corresponds t o  t h e  rightmost s u b s c r i p t  
and last dimension. This is t h e  lowest l e v e l  of  t h e  d a t a  h ie ra rchy .  
To refer t o  a p a r t i c u l a r  p iece  o f  d a t a ,  t h a t  is a p a r t i c u l a r  FIELD, 
a s p e c i f i c  va lue  w i l l  have t o  be given t o  as many s u b s c r i p t s  as t h e r e  
are dimensions i n  t h e  tree. For t h e  da ta - t r ee  C U R t Y ( I , J , K ) ,  t h r e e  
s u b s c r i p t s  are required  t o  s p e c i f y  each element. For example, t h e  
s u b s c r i p t  ( 2 , 3 , 1 )  r e f e r s  t o  t h e  f i r s t  (column) node branching from the 
t h i r d  ( row)  node branching from t h e  second ( m a t r i x )  node. The value of  
t h i s  p a r t i c u l a r  element is 2. The use o f  s u b s c r i p t s  i n  a s s e r t i o n s  w i l l  
be d e a l t  wi th  i n  Chapter 7 .  
One major advantage of  organizing d a t a  h i e r a r c h i c a l l y ,  is t h a t  t h i s  
makes it easy  f o r  you t o  r e f e r  t o  elements of nonrectangular  
(jagged-edge) a r r a y s .  A nonrectangular  a r r a y  occurs when t h e  d a t a  
s t r u c t u r e s  below a h i g h e r  l e v e l  dimension d o n ' t  a l l  have t h e  same shape. 
An example would be a matrix made up o f  rows each conta in ing a d i f f e r e n t  
number o f  elements, o r  a prism made up o f  mat r i ces  each conta in ing a 
d i f f e r e n t  number of  rows. Figure 2 . 5 ( a )  shows t h e  elements of  t h e  a r r a y  
CURLY( I, J, K ) arranged as a three-dimensional  jagged-edged a r r a y ,  
LARRY(I,J,K). Th i s  makes it d i f f i c u l t  t o  keep t r a c k  o f  ind iv idua l  
elements. F igure  2 .5 (b )  shows t h e  same jagged-edged a r r a y  rearranged as 
a hierarchical tree (LARRY( I, J , K )  ) . The change from the previous  tree 
s t r u c t u r e  us ing t h e  same elements (CURLY( I, J ,K) ,  Figure 2 .4) ,  w a s  e a s i l y  
implemented by inc reas ing  o r  decreas ing t h e  number o f  elements t h a t  the 
tree divided i n t o  a t  each l e v e l .  For example, while bo th  matrices i n  
CURLY( I ,  J , K )  have three rows, i n  LARRY( I , J , K )  the f i r s t  ma t r ix  ( I = 1) 
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w a s  given two rows, while t h e  second ( I  = 2 )  w a s  given four .  
( a )  Example of Jagged-Edged Three-Dimensional Array LARRY(I,J,K) 
LARRY( 1 t J, K ) 
I 
I 
I  I  
MATRIX( I ) i i 
I 
I  I  I  I I  I  
ROW( J ) i 1 i 1 i 4  
I  I  I  I  I  
1 , -  - 1  1 - 1 -  I 1 -  
I I I I  I I I I I I  I  I I  I l l  I I I I I I  
COLUMN(K) i i 4 i  i i i 4 i 6  i J i 4  i i ;  i i i 4 4 b  
ELEMENT 7 4 1 3  5 6 4 2 1 3  8 2 8 9  9 1 4  7 3 5 2 6 5 6  
(b) Tree Representation of Jagged-Edged Array LARRY(I,J,K) 
Figure 2.5 
The o ther  advantage of organizing da ta  h ie ra rch ica l ly  is t h a t  t h i s  
allows you t o  have trees which a re  not equally deep on both s ides .  This 
means t h a t  some of t h e  nodes t h a t  t h e  t r e e  divides  i n t o  a t  a pa r t i cu l a r  
l e v e l  fu r the r  subdivide, while o thers  do not, (see Figure 2.6).  The 
representat ion of d a t a  s t ruc tu re s  using trees is recursive.  This is a 
computer science term which means t h a t  nodes can branch i n t o  new nodes 
which can fur ther  subdivide, and t h a t  t he  process can be continued 
indef in i te ly .  This means t h a t  you have grea t  freedom i n  designing t r e e s  
t o  mirror t h e  s t ruc tu re  of your data ,  no matter how i r r egu la r  it is. 
LEVEL 1 
LEVEL 2 
LEVEL 3 
LEVEL 4 
LEVEL5 
LEVEL6 
LEVEL 7 
LEVEL 8 
LEVEL 9 
NODE 
I 
Figure 2.6 
Illustration of Recursion in a Data Tree 
CHAPTER 3 
PARTS OF A SPECIFICATION 
3 .1  SAMPLE SPECIFICATION 
The g o a l  of  t h i s  chap te r  is t o  g i v e  you an overview of  the p a r t s  o f  
a MODEL s p e c i f i c a t i o n  and how they  are used toge the r .  The chap te r  
starts o f f  wi th  a sample s p e c i f i c a t i o n .  This  w i l l  g ive  you an idea  of  
how a mDEL s p e c i f i c a t i o n  is w r i t t e n .  As w e  go f u r t h e r  along i n  t h e  
text w e  w i l l  b e  r e f e r r i n g  back t o  t h i s  s p e c i f i c a t i o n  as a source o f  
examples. The name o f  t h i s  s p e c i f i c a t i o n  is EXAMPLE. I t  is shown i n  
Figure 3.1.  The s p e c i f i c a t i o n  w a s  w r i t t e n  to  s o l v e  a common problem 
found i n  eva lua t ing  progress  i n  education.  I t  could j u s t  as e a s i l y  have 
been w r i t t e n  t o  so lve  a similar problem encountered i n  bus iness  o r  i n  
o t h e r  domains. 
When you look over  t h e  s p e c i f i c a t i o n ,  you should focus mainly on 
l ea rn ing  how a MODEL s p e c i f i c a t i o n  is organized,  that i s ,  what t h i n q s  
are necessary  f o r  you t o  inc lude .  To h e l p  you, as w e  d e s c r i b e  each p a r t  
of t h e  s p e c i f i c a t i o n  w e  a l s o  c i te  t h e  s e c t i o n  o f  t h e  text where t h a t  
aspect o f  t h e  MODEL language is descr ibed i n  d e t a i l .  This  should h e l p  
you later when you want t o  w r i t e  your own s p e c i f i c a t i o n s .  Following t h e  
s p e c i f i c a t i o n ,  the rest o f  t h e  chap te r  w i l l  cont inue  wi th  a more genera l  
and abstract d i s c u s s i o n  o f  t h e  p a r t s  o f  a MODEL s p e c i f i c a t i o n .  Although 
t h i s  d i s c u s s i o n  w i l l  not  be as d e t a i l e d  as i n  later, more s p e c i f i c ,  
chap te r s ,  it should h e l p  you see how t h e  d i f f e r e n t  p a r t s  o f  the MODEL 
language t i e  toge the r .  
If you make mistakes i n  w r i t i n g  a s p e c i f i c a t i o n ,  you can f i n d  ou t  
what t h e y  a r e ,  when you t r y  t o  compile your MODEL s p e c i f i c a t i o n  i n t o  a 
PL/l program. The MODEL system automat ica l ly  sets up an e r r o r  FILE, 
which you can read t o  f ind  o u t  what semantic and s y n t a c t i c  e r r o r s  
cropped up i n  your s p e c i f i c a t i o n ,  and on what l i n e  t h e y  occured. ( I t ' s  
a good i d e a  f o r  you t o  g e t  i n t o  t h e  h a b i t  of  checking t h e  e r r o r  FILE 
each t i m e  you try t o  compile a s p e c i f i c a t i o n . )  Er ro r s  which are not  
f a t a l  t o  t h e  PL/1 program, such as wri t ing  v a r i a b l e  names which are t o o  
long, w i l l  appear as warnings i n  t h e  e r r o r  FILE. 
Also as you read t h e  text, you w i l l  no t i ce  that c e r t a l n  words are 
i n  a l l  c a p i t a l  letters.  Some o f  t h e s e  are t h e  names o f  v a r i a b l e s .  The 
o t h e r  c a p i t a l i z e d  words such as MODULE, SOURCE, TARGET, FILE, RECORD, 
FIELD, SUB, ISAM, POINTER, KEY, GROUP, t h e  names of  funct ions ,  etc. a r e  
reserved words f o r  t h e  MODEL system. Th i s  means t h a t  these words have 
s p e c i a l  predefined meanings f o r  the system and t h a t  they  cannot be used 
as v a r i a b l e  names. 
The problem concerns a class conta in ing 12 s tuden t s .  During t h e  
semester, t h e s e  s t u d e n t s  w e r e  given t h r e e  tests.  The problem c o n s i s t s  
of c a l c u l a t i n g  the mean and s tandard  dev ia t ion  of  the s c o r e s  received by 
t h e  s t u d e n t s  i n  t h e  tests.  Here, t h e  mean is t h e  same as an average, 
and the s tandard  d e v i a t i o n  is a common statistical measure c o n s i s t i n g  of  
t h e  square  r o o t  of  t h e  average o f  t h e  squared d i f f e r e n c e s  between each 
score i n  a group and t h e  mean of  that group. 
The s p e c i f i c a t i o n  starts o f f  wi th  a program header (d i scussed  
f u r t h e r  i n  Sec t ion  5 . 2  ) . The f i r s t  l i n e  of  t h e  program header ,  the 
MODULE s ta tement ,  names t h e  s p e c i f i c a t i o n ,  i n  this  case EXAMPLE. The 
next  s ta tement  g i v e s  t h e  name o f  t h e  SOURCE FILES. The SOURCE FILE is 
called SCORE. Its d e c l a r a t i o n  c o n s i s t s  o f  t h e  layout  o f  t h e  data f o r  
t h e  s c o r e s  o f  each s tuden t  on each test. The TARGET FILE statement i n  
t h e  program header c o n t a i n s  t h e  name o f  the TARGET FILE, STAT. Its 
d e c l a r a t i o n  describes t h e  layout  o f  t h e  d a t a  conta in ing t h e  means and 
s tandard  d e v i a t i o n s  of  i n d i v i d u a l  test s c o r e s  and t o t a l  scores .  
MODULE: EXAMPLE; 
SOURCE : SCORE; 
TNZGET: STAT; 
SCORE I S  FILE (TEST-SCORE ( 3 ) ); 
TESTSCORE IS  RECORD ( STUDENT ( 12  ) ); 
STUDENT I S  FIELD ( PIC ' Z99' ); 
STAT I S  PILE ( TEST-STAT ( 3 ) ) ; 
TEST-STAT IS  RECORD (MEAN-TEST,STD-TEST); 
( MEAN-TEST, STD-TEST ) IS  FIELD ( PIC ' ZZZ9V. 9999 ' ); 
INT I S  FILE ( i n t - t e s t  ( 3 ) ); 
INT-TEST IS  GROUP ( M-TEST ( 12 ) , S-TEST ( 12 ) ) ; 
( M-TEST, S-TEST ) I S  FIELD ( PIC ' 9999V. 9999' ); 
I I S  SUBSCRIPT ( 3 ); 
J I S  SUBSCRIPT ( 12 ); 
/*nix/  M-TEST(I,J) = IF J > ~ T H E N M - ~ S T ( I , J - 1 )  +STUDENT(I,J) 
ELSE STUDENT( I ,  J ) ; 
/*A3*/ S - T E S T ( I , J ) = I F J >  1 
THEN S-TEST( I, J-1) + ( (STUDENT( I ,  J )  - MEAN-TEST( I ) )**2)  
ELSE ((STUDENT(1,J) - WN-TEST(I))**2); 
Figure 3.1 
The S p e c i f i c a t i o n  EXAMPLE 
The layou t  o f  t h e  SOURCE FILE is s t r a i g h t f o w a r d ,  g iven  t h e  
c o n c e p t u a l i z a t i o n  o f  t h e  problem. S ince  t h e  d a t a  is s o r t e d  b y  tests, a 
n a t u r a l  f i r s t  d i v i s i o n  is t o  d i v i d e  SCORE i n t o  RECORDS by test .  (FILE 
syn tax  is expla ined  f u r t h e r  i n  S e c t i o n  5.4,  wh i l e  RECORD s y n t a x  is 
covered i n  S e c t i o n  5 . 5 . )  ( I n  MODEL, a l l  d a t a  i n  SOURCE and TARGET FILES 
must be con ta ined  i n  RECORDS.) Therefore ,  i n  t h e  SOURCE FILE we d e c l a r e  
a RECORD v a r i a b l e  c a l l e d  TEST-SCORE. Because t h e r e  are t h r e e  tests,  
t h i s  variable is given  a r e p e t i t i o n  count  o f  t h r e e .  ( S e c t i o n  5 .3  
d i s c u s s e s  t h e  d i f f e r e n t  ways allowed i n  MODEL t o  express r e p e t i t i o n  
c o u n t s ) .  Also s i n c e  each RECORD c o n t a i n s  t h e  test  scores o f  12 
s t u d e n t s ,  t h e  next  n a t u r a l  d i v i s i o n  would be by s t u d e n t .  W e  t h e r e f o r e  
d e c l a r e  a FIELD v a r i a b l e  c a l l e d  STUDENT wi th  a r e p e t i t i o n  count  o f  12  t o  
denote  t h e  test scores o f  t h e  s t u d e n t s  who took each  o f  t h e  three tests. 
(FIELD s y n t a x  is d i scussed  i n  S e c t i o n  5 . 6 . )  
The a c t u a l  SOURCE data f o r  t h e  FILE SCORE is shown i n  F i g u r e  3.2.  
( I n  t h i s  case the data was e n t e r e d  on disk u s i n g  a t e x t  e d i t o r .  Options 
f o r  e n t e r i n g  data i n  o t h e r  ways are d i s c u s s e d  i n  S e c t i o n  5 . 4 . )  The data 
are l a i d  o u t  t h i s  way because  o f  how w e  d e c l a r e d  t h e  data s t r u c t u r e .  
Each RECORD i n  the SOURCE FILE cor reponds  t o  one l i n e  o f  SOURCE d a t a ,  
t h a t  is, t h e  s c o r e s  o f  a l l  t h e  s t u d e n t s  on a p a r t i c u l a r  test.  Because 
t h e r e  are three tests,  the SOURCE d a t a  c o n t a i n s  t h r e e  l i n e s .  Each of 
t h e s e  l i n e s  g i v e s  the test s c o r e s  o f  1 2  s t u d e n t s .  I d e n t i f y i n g  
in fo rma t ion ,  such  as names o r  I D  # ' s ,  is no t  needed because  the s c o r e  
f o r  each s t u d e n t  is d i s t i n g u i s h e d  by its p o s i t i o n  i n  t h e  l i n e .  I n  th i s  
s p e c i f i c a t i o n  t h e  data t y p e  o f  t h e  FIELD v a r i a b l e  STUDENT is declared t o  
be (PIC '299'). Data t y p e s  are p resen ted  i n  detail  i n  S e c t i o n  5.6. 
T h i s  t y p e  s p e c i f i c a t i o n  means that each s t u d e n t ' s  test s c o r e  is read  as 
having  up  t o  three d i g i t s .  The Z means that a l e a d i n g  0 on a t w o  d i g i t  
number may be e n t e r e d  as a b lank ,  i n c r e a s i n g  c l a r i t y .  
F igu re  3.2 
SOURCE D a t a  SCORE 
The l a y o u t  of t h e  STAT FILE is somewhat d i f f e r e n t .  S ince  the means 
and s t a n d a r d  d e v i a t i o n s  reflect the combined data o f  12  s t u d e n t s  on  each  
t e s t ,  we no longe r  need a STUDENT FIELD v a r i a b l e .  There is st i l l  a 
s e p a r a t e  RECORD f o r  each  test ,  called TEST-STAT, b u t  now it o n l y  
c o n t a i n s  one  mean and one s t a n d a r d  d e v i a t i o n  FIELD v a r i a b l e  f o r  each o f  
t h e  three tests. The mean o f  the scores on each test is called 
MEAN-TEST and the s t a n d a r d  d e v i a t i o n  i n  called STD-TEST. The TARGET 
data produced from running  the program produced by  the MODEL sys tem from 
t h e  s p e c i f i c a t i o n  is shown i n  F i g u r e  3.3. The labels were added 
a f t e rward ,  b u t  t h e y  could  have  been inc luded  as p a r t  of the 
s p e c i f i c a t i o n .  The means and s t a n d a r d  d e v i a t i o n s  o f  s c o r e s  on t h e  three 
t e s t s  are expres sed  us ing  a data t y p e  o f  (PIC 'ZZZ9V.9999'). T h i s  
i n d i c a t e s  t h a t  t h e r e  are f o u r  p o s s i b l e  d i g i t s  t o  the lef t  and t o  t h e  
r i g h t  of the decimal p o i n t ,  w i t h  l ead ing  0 ' s  n o t  p r i n t e d .  
TEST 1 
TEST 2 
TEST 3 
MEANS SD ' S 
F igu re  3 . 3  
TARGET D a t a  STAT 
D a t a  d e c l a r a t i o n  i n  o u r  s p e c i f i c a t i o n  a l s o  i n c l u d e s  a n  i n t e r i m  
FILE, INT. I n t e r +  v a r i a b l e s  (which do n o t  need t o  be con ta ined  i n  
FILES) are used when TARGET FILE v a r i a b l e s  cannot  be e a s i l y  de f ined  
d i r e c t l y  i n  terms o f  SOURCE FILE v a r i a b l e s ,  o r  as a convenience t o  a l low 
you t o  u s e  one v a r i a b l e  t o  s t a n d  f o r  a more complex expres s ion  t h a t  
would appear  i n  s e v e r a l  a s s e r t i o n  s t a t emen t s .  ( I n t e r i m  data s t r u ~ z t u r e s  
are d i s c u s s e d  i n  S e c t i o n  5.3 ). W e  w i l l  e x p l a i n  t h e  i n t e r i m  data 
s t r u c t u r e  as we e x p l a i n  t h e  purpose o f  each a s s e r t i o n .  
W e  a l s o  declared two subscripts I and J. ( S u b s c r i p t  d e c l a r a t i o n  
and usaqe  is d i s c u s s e d  i n  S e c t i o n  6 .4 ) .  S u b s c r i p t  v a r i a b l e  I can  t a k e  
on i n t e g r a l  v a l u e s  ranging  from 1 t o  3 ,  and s u b s c r i p t  v a r i a b l e  J can 
t a k e  on  i n t e g r a l  v a l u e s  ranging  from 1 t o  12 .  Although MODEL a l lows  
o p t i o n a l  subscript omission i n  c e r t a i n  s i t u a t i o n s ,  i n  the a s s e r t i o n  
s t a t e m e n t s  o f  o u r  sample s p e c i f i c a t i o n  w e  inc luded  t h e  s u b s c r i p t s  f o r  
t h e  sake o f  clarity. You w i l l  n o t i c e  that some v a r i a b l e s ,  such as 
STUDENT, are always w r i t t e n  us ing  b o t h  an I and a J subscript. T h i s  is 
because we need t o  s p e c i f y  both t h e  number o f  t h e  s t u d e n t  and the number 
o f  t h e  test. Other v a r i a b l e s ,  such as MEAN-TEST and STD-TEST, a r e  
always w r i t t e n  w i t h  one subscript I .  T h a t ' s  because  means and s t a n d a r d  
d e v i a t i o n s  combine data a c r o s s  s t u d e n t s ,  b u t  n o t  across tests. 
A s s e r t i o n  s t a t e m e n t s  i n  MODEL are w r i t t e n  t o  d e f i n e  the v a l u e s  o f  
TARGET FIELDS. I n  t h i s  s p e c i f i c a t i o n ,  t h e r e  are a s s e r t i o n  s t a t e m e n t s  t o  
d e f i n e  means and t o  d e f i n e  s t a n d a r d  d e v i a t i o n s .  (The s y n t a x  o f  
a s s e r t i o n  s t a t e m e n t s  is d i s c u s s e d  i n  detail i n  Chapter 6; the u s e  o f  
s p e c i f i c  c o n t r o l  v a r i a b l e s  i n  a s s e r t i o n s  is d i scussed  i n  Chapter 8 ) .  I n  
procedura l  programs it is necessary  t o  c a l c u l a t e  means b e f o r e  s t anda rd  
d e v i a t i o n s ,  because  means are p a r t  o f  t h e  formula f o r  s t anda rd  
d e v i a t i o n s .  However, because  MODEL is nonprocedural ,  t h e  o r d e r  o f  
s t a t e m e n t s  d o e s n ' t  matter. W e  p u t  t h e  s t a t e m e n t s  t o  d e f i n e  means f i r s t  
f o r  ease o f  unders tanding .  
A mean is e q u a l  t o  the sum o f  a series o f  numbers d i v i d e d  by  t h e  
t o t a l  number o f  members i n  t h e  series. I n  o u r  s p e c i f i c a t i o n ,  d e f i n i n g  a 
mean t a k e s  two a s s e r t i o n s ,  one t o  sum s c o r e s  t o g e t h e r  and ano the r  t o  
d i v i d e  t h e  t o t a l  by t h e  number o f  m e m b e r s .  I t  could  have  been done i n  
one s t a t emen t  u s ing  t h e  MODEL S U M  f u n c t i o n  as i n  
b u t  w e  d i d  it t h e  longe r  way t o  p rov ide  a better example. (How 
f u n c t i o n s  are used is d i s c u s s e d  i n  S e c t i o n  4.10; a list o f  some of  t h e  
f u n c t i o n s  a v a i l a b l e  i n  MODEL is g iven  as an  Appendix. ) 
To f i n d  t h e  sum of. t h e  s c o r e s  o f  a l l  t h e  s u b j e c t s  t a k i n g  each  test ,  
we d e f i n e d  a n  i n t e r i m  v a r i a b l e  c a l l e d  M-TEST w i t h  t h e  same r e p e t i t i o n  
count  as SUBJECT. ( I n  th is  s p e c i f i c a t i o n ,  a l l  i n t e r i m  FIELDS have a 
d a t a  t y p e  o f  (PIC '9999V.9999') ,  which means f o u r  d i g i t s  p reced ing  and 
f o u r  d i g i t s  fo l lowing  t h e  decimal p o i n t .  ) W e  a l s o  d e f i n e d  a n  i n t e r i m  
group c a l l e d  INT-TEST w i t h  t h e  same r e p e t i t i o n  count  as TEST-SCORE, s o  
t h a t  w e  cou ld  keep  t r a c k  o f  t h e  sums on  a l l  t h r e e  tests. 
I n  a s s e r t i o n  Al, each element  o f  M-TEST(1,J) is d e f i n e d  as 
e q u a l l i n g  t h e  sum o f  a l l  t h e  SUBJECT( I ,  J )  s c o r e s  ( f o r  tes t  I ) which have 
smaller or e q u a l  v a l u e s  o f  s u b s c r i p t  v a r i a b l e  J. ( T h i s  is similar t o  
t h e  MODEL f u n c t i o n  RUN-SUM). The element  o f  M-TEST( I, J ) w i t h  t h e  
h i g h e s t  v a l u e  o f  s u b s c r i p t  J c o n t a i n s  t h e  total  of a l l  12  SUBJECT(1,J) 
scores on  tes t  I. T h i s  element ,  d i v i d e d  by 12  i n  a s s e r t i o n  A2, g i v e s  
t h e  mean o f  t h e  s c o r e s  o f  sajects t a k i n g  t h e  I t h  test.  
The s t a n d a r d  d e v i a t i o n  o f  a set o f  s c o r e s  is e q u a l  t o  t h e  squa re  
r o o t  o f  the average  squared d e v i a t i o n  ( d i f f e r e n c e )  o f  each s c o r e  from 
t h e  mean o f  that set o f  scores. Since  s t anda rd  d e v i a t i o n s  involve  
t a k i n g  a n  average  o f  t h e  squared d e v i a t i o n s  from t h e  mean, w e  f i r s t  need 
t o  sum those d e v i a t i o n s .  To h e l p  w i t h  t h i s  w e  can  create ano the r  
i n t e r i m  v a r i a b l e  w i t h  t h e  t h e  same r e p e t i t i o n  count  as SUBJECT, c a l l e d  
S-TEST . I n  a s s e r t i o n  A3 ,  each  element o f  S-TEST( I,  J ) is d e f i n e d  as 
e q u a l l i n g  t h e  sum o f  a l l  t h e  squared d e v i a t i o n s  o f  SUBJECT(1,J) s c o r e s  
( f o r  test I )  from t h e i r  test mean which have smaller o r  e q u a l  v a l u e s  o f  
s u b s c r i p t  v a r i a b l e  J ( r e l a t i v e  t o  S-TEST( I ,  J ) ) . The element  of 
S-TEST(1,J) w i t h  t h e  h i g h e s t  va lue  o f  s u b s c r i p t  J c o n t a i n s  t h e  t o t a l  of 
t h e  squared  d e v i a t i o n  s c o r e s  f o r  a l l  1 2  s u b j e c t s  t a k i n g  test  I .  Th i s  
e lement ,  which is d i v i d e d  by 1 2  and t h e n  raised t o  t h e  -5 power i n  
a s s e r t i o n  A4,  g i v e s  t h e  s t a n d a r d  d e v i a t i o n  of t h e  s c o r e s  o f  a l l  s u b j e c t s  
t a k i n g  t h e  I th test.  
3.2 OVERVIEW OF THE PARTS OF A SPECIFICATION 
The purpose o f  t h e  rest o f  t h i s  c h a p t e r  is t o  g i v e  an  overview of  
the s t r u c t u r e  o f  a MODEL s p e c i f i c a t i o n .  As you s a w  i n  t h e  sample 
s p e c i f i c a t i o n  EXAMPLE, a MODEL s p e c i f i c a t i o n  h a s  t h r e e  p a r t s :  program 
header, data d e c l a r a t i o n s  and a s s e r t i o n s .  The program heade r  is used t o  
i d e n t i f y  t h e  names o f  t h e  s p e c i f i c a t i o n ,  t h e  name( s ) o f  SOURCE FILE( S ) ,  
and t h e  name( s )  o f  TARGET FILE(S) i n  t h r e e  s e p a r a t e  s t a t e m e n t s .  You 
d e f i n e  t h e  s t r u c t u r e  o f  your  SOURCE and TARGET FILES, as w e l l  as any 
i n t e r i m  v a r i a b l e s  you need, i n  the data d e c l a r a t i o n  s e c t i o n  o f  your 
s p e c i f i c a t i o n .  Then, i n  t h e  set o f  a s s e r t i o n  s t a t e m e n t s ,  you d e f i n e  
v a l u e s  f o r  TARGET o r  i n t e r i m  v a r i a b l e s .  You can  d e f i n e  a n  i n t e r i m  
v a r i a b l e  as e q u a l  t o  some complex expres s ion  and t h e n  use  that  v a r i a b l e  
i n  several a s s e r t i o n  s t a t emen t s ,  i n s t e a d  o f  t e d i o u s l y  copying t h e  
e x p r e s s i o n  ove r  and ove r .  
Your SOURCE FILES are s t o r e d  on e x t e r n a l  dev ices ,  f o r  example on 
cards, t a p e ,  or d i s k .  The TARGET FILES your  s p e c i f i c a t i o n  produces w i l l  
also be stored on e x t e r n a l  dev ices .  However, any i n t e r i m  v a r i a b l e s  you 
create are s t o r e d  o n l y  i n t e r n a l l y .  
3.3 OVERVIEW OF DATA DECLARATION 
D a t a  d e c l a r a t i o n  i n  MODEL is based on h i e r a r c h i c a l  t r e e  
o rgan iza t ion ,  which a l lows g r e a t  f l e x i b i l i t y  i n  d a t a  s t r u c t u r i n g ,  as was 
descr ibed i n  Sect ion 2.2.3. W e  i nd ica ted  t h e  h i e r a r c h i c a l  s t r u c t u r e  of  
t h e  sample s p e c i f i c a t i o n  EXAMPLE by l i s t i n g  t h e  immediate descendents of  
a data node when t h a t  node ( v a r i a b l e  ) w a s  declared. MODEL d a t a  
d e c l a r a t i o n  a l s o  g i v e s  you t h e  op t ion  of  spec i fy ing  tree s t r u c t u r e  
through t h e  o rder  i n  which v a r i a b l e s  are declared as i n  
1 SCORE IS FILE, 
2 TEST-SCORE( 3 ) IS RECORD, 
3 STUDENT(12) IS FIELD (PIC ' 9 9 ' ) ;  
See Sec t  ion  5 . 3 . 1  f o r  f u r t h e r  information on t h i s  a l t e r n a t e  f o m .  
You f u r t h e r  d e f i n e  t h e  s t r u c t u r e  of  your d a t a  by g iv ing  ranges 
( r e p e t i t i o n  coun t s )  f o r  your v a r i a b l e s .  The MODEL language g ives  you 
s e v e r a l  op t ions  f o r  express ing ranges,  f o r  example 
RACQUEL IS GROUP (SOPHIA ( 2 ) ); means t h e  range is 2. 
RACQUEL IS GROUP ( SOPHIA) ; means t h e  range is 1. 
RACQUEL IS GROUP (SOPHIA ( 1 : 3 ) ) ;  means t h e  range is v a r i a b l e ,  from 1 t o  3 .  
RACQUEL IS GROCTP ( SOPHIA ( * ) ) ; means t h e  range is v a r i a b l e ,  maximum not 
known, bu t  poss ib ly  ve ry  l a r g e .  
You can also d e f i n e  ranges i n  a s s e r t i o n  s ta tements  us ing c o n t r o l  
v a r i a b l e s  wi th  SIZE o r  END qua l i fy ing  p r e f i x e s  as i n  
SIZE.SOPHIA = 2; w h i c h  means t h e  range o f  Sophia is 2. 
I n  t h e  d e f a u l t  case, when you do nothing t o  d e f i n e  v a r i a b l e  ranges,  t h e y  
can sometimes be automat ica l ly  deduced by the MODEL compiler from 
ENDFILE markers i n  the input  o r  from t h e  known ranges o f  accompanying 
subscripts. (ENDFILE markers are based on t h e  phys ica l  characteristics 
of t h e  da ta ;  you d o n ' t  have t o  put  them i n . )  See Sec t ions  5.3.3,  7 .3 ,  
8.2, and 8.3 f o r  more information on these op t ions .  I n  genera l ,  the 
more s p e c i f i c  you can be i n  de f in ing  v a r i a b l e  ranges,  the f a s t e r  and 
more e f f i c i e n t l y  the compiler w i l l  run.  
When d e c l a r i n g  d a t a  f o r  your s p e c i f i c a t i o n ,  you should focus  on how 
you want your data t o  be organized.  What do your inpu t  d a t a  look like, 
and w h a t  would you like your output  t o  be? For example, what are the 
m o s t  basic elements? Do c e r t a i n  lists o r  sets of elements have 
something i n  common s o  t h a t  you would p r e f e r  t o  r e f e r  t o  a group o f  them 
at one t ime ,  that is, make lists of  l i s t s ?  For example, can a l l  t h e  
lists p e r t a i n i n g  t o  a c e r t a i n  person be put  toge the r .  Theses groups o f  
lists, lists, and basic elements, correspond to MODEL FILES, GROUPS, 
RECORDS, and FIELDS, and form the d i f f e r e n t  l e v e l s  o f  your d a t a  
s t r u c t u r e s .  
A l l  your SOURCE and TARGET d a t a  must be contained i n  FILES. 
In te r im data may be s t o r e d  i n  FILES, b u t  you a l s o  have t h e  op t ion  of  
dec la r ing  independent i n t e r i m  GROUPS o r  FIELDS. Each FILE d e c l a r a t i o n  
statement g i v e s  the name o f  the FILE. The FILE statement a l s o  lets the 
u s e r  s p e c i f y  t h a t  h e  wants the FILE t o  be keyed and organized index 
s e q u e n t i a l l y ,  as i n  
ALPHA I S  FILE (BETA) KEY IS  DELTA ORG IS ISAM; 
This means that each RECORD BETA of t h e  FILE ALPHA has  a KEY FIELD 
(DELTA), which can be used i n  an  a s s e r t i o n  s ta tement  t o  refer t o  it, o r  
look it up qu ick ly ,  j u s t  as you can use  a cal l  n m b e r  t o  l o c a t e  a book 
i n  a l i b r a r y  without  looking thorugh a l l  t h e  books. This  is f a s t e r  than 
t h e  normal method o f  l o c a t i n g  RECORDS by their p o s i t i o n  i n  a sequence. 
I n  the d a t a  d e c l a r a t i o n  s e c t i o n  o f  your s p e c i f i c a t i o n  you a l s o  g ive  
each GROUP o r  RECORD l e v e l  v a r i a b l e  a name and r e p e t i t i o n  count.  A 
RECORD is chunk o f  d a t a  that is p h y s i c a l l y  t r a n s f e r r a b l e  between an 
e x t e r n a l  FILE and the memory o f  the computer. A l l  d a t a  s t r u c t u r e s ,  
except for in te r im,  must have their  information contained i n  RECORDS. 
I n  o t h e r  words, each SOURCE and TARGET FIELD must have one (and on ly  
one)  RECORD above it i n  the d a t a  tree. GROUPS r e f e r  t o  any o t h e r  
in te rmedia te  s i z e d  d a t a  s t r u c t u r e s  o f  a FILE which are not  RECORDS. 
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GROUPS may appear i n  SOURCE, TARGET, or i n t e r i m  F I L E S ,  b u t  are not  
mandatory i n  any of t h e m .  
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F i g u r e  3.4 
S o m e  of the Many L e g a l  F I L E  Structures  A l l o w a b l e  i n  MODEL 
Figure 3 .4  s h o w s  that there can be GROUPS of RECORDS, GROUPS of 
GROUPS, and GROUPS of FIELDS ( b u t  not GROUPS of F I L E S ) .  A RECORD could 
be made u p  of several GROUPS together or a mixture of GROWS and FIELDS, 
but it cannot be made up of other RECORDS. E q u a l l y ,  a GROUP could 
cons i s t  of several RECORDS or a m i x t u r e  of GROUPS ( c o n t a i n i n g  RECORDS) 
and RECORDS. H o w e v e r ,  a GROUP cannot have both RECORDS and FIELDS as 
immediate descendents ,  because t h i s  would n e c e s s i t a t e  that some FIELDS 
have  more o r  less t h a n  one RECORD above them i n  t h e  d a t a  tree. 
The d e c l a r a t i o n  o f  FIELDS i n c l u d e s  d a t a  t y p e  s p e c i f i c a t i o n  and 
expected l e n g t h ,  as w e l l  as r e p e t i t i o n  coun t s .  A FIELD is t h e  smallest 
u n i t  o f  a data tree, capab le  o f  ho ld ing  a s i n g l e  p i e c e  o f  i n fo rma t ion  ( a  
name, a number, a word, e t c ) .  Each FIELD has a data t y p e .  Having a 
d a t a  t y p e  means that  a FIELD can  ho ld  o n l y  c e r t a i n  k i n d s  o f  in format ion  
and be used i n  c e r t a i n  t y p e s  o f  o p e r a t i o n s  (see S e c t i o n s  4.9 and 5 . 6 ) .  
For example, arithmetic o p e r a t i o n s  a r e  de f ined  f o r  decimal, b i n a r y ,  o r  
p i c t u r e  data t y p e s  which c o n t a i n  numbers, b u t  no t  for t h e  c h a r a c t e r  
s t r i n g  d a t a  t y p e  which c o n t a i n s  words. 
Length is the number o f  c h a r a c t e r s  p e r  FIELD. You have s e v e r a l  
o p t i o n s  f o r  d e c l a r i n g  the l e n g t h s  o f  FIELDS, depending on the data type ,  
i nc lud ing  d e f i n i n g  it i n  your  a s s e r t i o n  s t a t e m e n t s  u s i n g  t h e  
LEN-prefixed c o n t r o l  v a r i a b l e  as i n  
See S e c t i o n s  5.6 and 8.4  f o r  f u r t h e r  in format ion .  
3.4 OVERVIEW OF MODEL ASSERTION STATEMENTS 
You u s e  a s s e r t i o n s  s t a t e m e n t s  i n  your  MODEL s p e c i f i c a t i o n  t o  d e f i n e  
TARGET PILE o r  i n t e r i g  v a r i a b l e s  i n  terms o f  SOURCE FILE variables, 
f u n c t i o n s ,  c o n s t a n t s ,  and o t h e r  TARGET o r  i n t e r i m  v a r i a b l e s .  The re fo re ,  
a s s e r t i o n  s t a t e m e n t s  r e p r e s e n t  l i n k s  i n  a c h a i n  between SOURCE and 
TARGET data. Each a s s e r t i o n  s t a t emen t  g i v e s  a s e p a r a t e  equa t ion  t o  
d e f i n e  each v a r i a b l e  ( a l t h o u g h  i f  two or more v a r i a b l e s  are equal, t h e y  
may be d e f i n e d  i n  one e q u a t i o n ) .  On the l e f t  hand side o f  the equa t ion  
is placed the name o f  the v a r i a b l e  t o  be de f ined .  I n  mathematics,  this 
would be c a l l e d  the dependent v a r i a b l e .  On the r i g h t  hand side of t h e  
e q u a l s  s i g n  is an arithmetic, l o g i c a l ,  o r  c h a r a c t e r  s t r i n g  expres s ion  
composed of v a r i a b l e s ,  c o n s t a n t s ,  o r  f u n c t i o n s  whose v a l u e  d e f i n e s  t h e  
dependent v a r i a b l e .  I n  mathematics, these would be independent  
v a r i a b l e s .  ( I n  a more complex c o n d i t i o n a l  a s s e r t i o n  s t a t emen t ,  the 
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dependent v a r i a b l e  may be def ined  i n  terms o f  any one o f  s e v e r a l  
express ions .  ) 
A l l  v a r i a b l e s  i n  a s s e r t i o n  s ta tements ,  bo th  independent and 
dependent, are expressed as FIELDS. Each o f  t h e s e  FIELDS, making up the 
lowest l e v e l s  of  SOURCE, TARGET, and i n t e r i m  d a t a  s t r u c t u r e s ,  can t a k e  
on ly  one value ,  as explained i n  Sec t ions  2.1.5 and 2.1.6. Th i s  is i n  
c o n t r a s t  t o  many computer languages i n  many va lues  can be given t o  t h e  
same v a r i a b l e  whi le  t h e  program is running. Consider as an  example t h e  
s ta tement  X=X/2. I n  o t h e r  languages, th i s  te l ls  t h e  computer t o  d i v i d e  
t h e  va lue  i n  l o c a t i o n  X by two, c r e a t i n g  a new value  f o r  l o c a t i o n  X. 
Such an i n t e r p r e t a t i o n  would be inadmiss ib le  i n  MODEL. The reason is 
t h a t  you cannot s p e c i f y  t h e  o r d e r  i n  which assignments are made, because 
MODEL is nonprocedural.  I f  you w e r e  allowed such s ta tements  as X=X/2, 
any o t h e r  time you wrote X, e .g . ,  Y=X+2, t h e  system would have no way o f  
knowing which value  o f  X you meant, f o r  i n  o r d e r  t o  know t h i s ,  it would 
have t o  know whether you intended the change i n  t h e  va lue  o f  X t o  be 
made b e f o r e  o r  after you used X t o  d e f i n e  Y.  You should not  t h i n k  o f  
your TARGET v a r i a b l e s  as being def ined over  time. The essence  o f  MODEL 
nonproceduralness is a l l  TARGET v a r i a b l e s  are conceived o f  as being 
def ined simultaneously,  s o  t h a t  t h e  a s s e r t i o n s  form a set o f  t r u e  
s ta tements .  
I n  MODEL, as i n  a lgebra ,  t h e  equat ion  X=X/2 does not  mean "div ide  X 
by 2"; i f  such an equat ion  w e r e  used a t  a l l ,  it would imply t h a t  X is 
O! The MODEL equ iva len t  o f  X=X/2 i n  t h e  sense  o f  changing X would be 
the s ta tement :  
X( I )  = IF I = 1 THEN 100 ELSE X( I-1)/2; 
T h i s  tells t h e  computer to d e f i n e  t h e  va lue  o f  X i n  the I t h  element of  a 
v a r i a b l e  X ( 1 )  e q u a l  t o  h a l f  t h e  va lue  o f  X i n  t h e  I-1st element. For 
t h e  f i r s t  element of X ( 1 )  t h e r e  can be no I-1st element. Therefore ,  we 
must d e f i n e  t h e  va lue  o f  t h a t  element s e p a r a t e l y .  I n  t h i s  way, the 
a s s e r t i o n  s ta tement  t h a t  w e  have w r i t t e n  can be s imula taneously  
a p p l i c a b l e  t o  a l l  the elements making up the subsc r ip ted  v a r i a b l e  X ( 1 ) .  
3.4.1 TYPES OF ASSERTION STATEMENTS 
A s s e r t i o n  s t a t e m e n t s  i n  MODEL are o f  t w o  t y p e s ,  s imp le  and 
c o n d i t i o n a l .  Simple a s s e r t i o n  s t a t e m e n t s  s imply d e f i n e  t h e  v a l u e  o f  the 
dependent v a r i a b l e  on t h e  l e f t  s i d e  o f  t h e  equa t ion  i n  terms o f  t h e  
exp res s ion  on t h e  r i g h t  side ( s e e  F igu re  3 .5 ) .  
F igure  3.5 
Examples o f  Simple Asse r t i on  S ta tements  
C o n d i t i o n a l  a s s e r t i o n  s t a t e m e n t s  d e f i n e  a dependent v a r i a b l e  i n  
terms o f  a p a r t i c u l a r  exp res s ion  when a c e r t a i n  c o n d i t i o n  is m e t .  The 
c o n d i t i o n  is  set o f f  i n  t h e  a s s e r t i o n  s t a t emen t  by preceding  it w i t h  an 
IF. Fol lowing t h a t ,  t h e  f i r s t  ( o r  o n l y )  exp res s ion  which t h e  dependent 
v a r i a b l e  may be set e q u a l  t o  is preceded w i t h  a T E E N .  You can  g i v e  the 
dependent v a r i a b l e  a n o t h e r  p o s s i b l e  d e f i n i t i o n  by  i n c l u d i n g  a second 
expres s ion  preceded by a n  ELSE, meaning o the rwi se .  I f  t h e  c o n d i t i o n  is 
m e t ,  t h e n  t h e  dependent v a r i a b l e  w i l l  b e  de f ined  i n  terms o f  t h e  f i r s t  
exp res s ion ,  o the rwi se  it w i l l  be de f ined  i n  te rms  o f  t h e  second 
expres s ion  ( o r  be undef ined  i f  no second expres s ion  is inc luded .  ) MODEL 
w a s  des igned  s o  t h a t  t h e  v a l u e  o f  each FIELD v a r i a b l e  could  be de f ined  
i n  a s i n g l e  a s s e r t i o n  s t a t emen t .  However it is p o s s i b l e  t o  u s e  m o r e  
t h a n  one a s s e r t i o n  s t a t emen t  t o  d e f i n e  a s i n g l e  v a r i a b l e  i f  each 
a s s e r t i o n  s t a t emen t  a p p l i e s  o n l y  when a d i f f e r e n t  e x c l u s i v e  c o n d i t i o n  is 
m e t .  
It is also p o s s i b l e  t o  n e s t  a d d i t i o n a l  c o n d i t i o n s  and d e f i n i n g  
e x p r e s s i o n s  i n  c o n d i t i o n a l  a s s e r t i o n  s t a t emen t .  ( N e s t i n g  i n  computer 
s c i e n c e  means t h a t  one t h i n g  is inc luded  o r  embedded i n  a n o t h e r .  I n  the 
case o f  c o n d i t i o n s ,  n e s t i n g  means that  o n l y  i f  the first c o n d i t i o n  is 
m e t  w i l l  t h e  second be a p p l i e d ,  and so on. ) For example, 
C =  I F A = O  
THEN IF  I3 = 0 
THEN 1 
ELSE 2 
ELSE 3 ;  
d e f i n e s  C as e q u a l l i n g  1 o n l y  when A  and B both e q u a l  0. When A e q u a l s  
0 and B does  n o t ,  t h e n  C is d e f i n e d  as e q u a l l i n g  2 .  When A  d o e s n ' t  
e q u a l  0, no matter what t h e  v a l u e  o f  B, t h e n  C is d e f i n e d  as e q u a l l i n g  
3 .  (See S e c t i o n  6 .3 .2  f o r  more in fo rma t ion  on n e s t i n g  i n  a s s e r t i o n  
s t a t e m e n t s .  ) 
There  are two ways o f  w r i t i n g  c o n d i t i o n a l  a s s e r t i o n  s t a t e m e n t s .  
(They are s t y l i s t i c a l l y  based  on the computer languages PL/l and ALGOL, 
r e s p e c t i v e l y .  ) It d o e s n ' t  matter which you use ;  t h e  e f f e c t  is t h e  same. 
I n  one,  you p u t  t h e  "IF" t o  t h e  r i g h t  o f  t h e  "=" s i g n ,  t h a t  is, 
v a r i a b l e  = I F  c o n d i t i o n  THEN e x p r e s s i o n 1  ELSE express ion2;  
I n  t h e  o t h e r ,  you p u t  the c o n d i t i o n  on the l e f t  hand s i d e  o f  the "=" 
s i g n ,  t h a t  is, 
IF c o n d i t i o n  THEN v a r i a b l e  = e x p r e s s i o n l ;  ELSE v a r i a b l e  = express ion2; -  
Both o f  t h e s e  forms are e q u i v a l e n t ,  i n  t h a t  both d e f i n e  t h e  dependent 
v a r i a b l e  i n  te rms  o f  t h e  f i r s t  e x p r e s s i o n  i f  t h e  c o n d i t i o n  is m e t ,  and 
i n  terms o f  t h e  second e x p r e s s i o n  i f  it is n o t .  F i g u r e  3 .6  shows 
a s s e r t i o n  Al from o u r  sample s p e c i f i c a t i o n  EXAMPLE w r i t t e n  i n  terms o f  
b o t h  t y p e s  o f  syn tax ,  so you can  compare them. More examples,  and a 
more formal  p r e s e n t a t i o n  o f  t h e  s y n t a x  o f  t h e  two forms o f  c o n d i t i o n a l  
a s s e r t i o n  s t a t e m e n t s  is g iven  i n  Chapter 6.  
M-TEST(1,J) = I F  J > 1 
THEN M-TEST( I, J-1 ) + STUDENT( I ,  J ) 
ELSE STUDENT( I ,  J ) ; 
I F J > 1  
THEN M-TEST(1,J) = M-mST(1,J-1) + STUDENT(1,J); 
ELSE M_TEST( I ,  J ) = STUDENT( I , J ) ; 
Figure  3.6 
The Two Forms o f  Cond i t i ona l  Asse r t i on  S ta tements  
3 .4 .2  OVERVIEW OF SUBSCRIPT AND CONTROL VARIABLE USAGE 
As s t a t e d  p r e v i o u s l y ,  a s u b s c r i p t  i n  a s u b s c r i p t e d  v a r i a b l e  
i n d i c a t e s  t h e  number o f  t h e  p a r t i c u l a r  element o f  t h e  v a r i a b l e  be ing  
r e f e r e d  to .  A v a r i a b l e  can  t a k e  as a s u b s c r i p t  any expres s ion  whose 
va lue  is a positive i n t e g e r  ranging  f r o m  one up t o  t h e  t h e  number o f  
e lements  o f  a variable. For  example, JOHN( ( 1+2*4)/3 ) is a v a l i d  
subscript f o r  t h e  v a r i a b l e  JOHN, assuming JOHN c o n t a i n s  at  least t h r e e  
elements .  S e c t i o n  7 .2  d i s c u s s e s  t h e  v a r i o u s  t y p e s  o f  s u b s c r i p t  
exp res s ions ,  and S e c t i o n  7 . 4  e x p l a i n s  redundant  s u b s c r i p t  omission from 
a s s e r t i o n  s t a t e m e n t s .  
When w r i t i n g  a s s e r t i o n  s t a t emen t s ,  you may sometimes w i s h  t o  refer 
d i r e c t l y  t o  d a t a  a t t r i b u t e s ,  such as t h e  number o f  r e p e t i t i o n s  o f  a 
r e p e a t i n g  variable, t h e  l e n g t h  of a p i e c e  of d a t a ,  or t h e  KEY FIELDS o f  
an INDEX SEQUENTIAL FILE. To measure o r  d e f i n e  t h e s e  a t t r i b u t e s  MODEL 
i n c l u d e s  special c o n t r o l  variables, which are formed by  p r e f i x i n g  
c e r t a i n  keywords t o  variable names t o  form q u a l i f i e d  name v a r i a b l e s .  
(How keyword p r e f i x e s  are t o  be added is exp la ined  i n  S e c t i o n  4 . 6 ) .  The 
c o n t r o l  variables i n  MODEL f o r  a d a t a  s t r u c t u r e  X i n c l u d e  SIZE.X, END.X, 
LEN.X, NEXTr.X, SUBSET.X, POINTER.X, FOUND.X, and MALDATA.X. The a c t i o n s  
o f  a l l  o f  t h e  p reced ing  c o n t r o l  v a r i a b l e s  are desc r ibed  i n  d e t a i l  i n  
Chapter 8.  
CHAPTER 4 
COMMONLY USED LANGUAGE ELEMENTS 
4.1 INTRODUCTION 
T h i s  Chapter w i l l  t e l l  you about t h e  basic elements you can put 
toge the r  t o  w r i t e  a MODEL s p e c i f i c a t i o n .  Here w e  w i l l  d i s c u s s  the use 
of c h a r a c t e r s ,  opera to r s ,  v a r i a b l e  names, cons tan t s ,  express ions ,  and 
funct ions .  W e  assume t h a t  you a l ready  know how t o  g e t  access t o  t h e  
MODEL system. You can use a text e d i t o r  t o  w r i t e  your s p e c i f i c a t i o n  as 
an  inpu t  f i l e .  (You a l s o  have t h e  opt ion of  using o t h e r  methods of 
input ,  such as t a p e  o r  cards ,  bu t  t h e s e  are l e s s  convenient .  ) The 
i n d i v i d u a l  s ta tements  you w r i t e  are made up of  t h e  basic elements t o  be 
descr ibed i n  t h i s  Sect ion.  
4.2 EBNF NOTATION 
I n  t h i s  Sect ion w e  w i l l  exp la in  EBNF nota t ion ,  which is one 
commonly used means o f  expressing t h e  syntax o f  s ta tements  i n  a computer 
language. ( BNF s t a n d s  f o r  Backus-Nauer form, a f t e r  i t s  inven to rs .  E 
s t a n d s  f o r  extended.)  W e  use  EBNF t o  cons t ruc t  syntax diagrams which 
g ive  t h e  a l lowable  r e l a t i o n s h i p s  between syntax elements. I n  t h e s e  
syn tax  diagrams, syn tax  elements c o n s i s t  of  words, which are then 
combined t o  form c l a u s e s  and express ions ,  which are then combined t o  
form s ta tements .  Learning t o  read syntax diagrams w r i t t e n  i n  EBNF is 
very  important ,  because i t ' s  going t o  be our  major way of  o u t l i n i n g  t h e  
p a r t s  of a MODEL s p e c i f i c a t i o n  and how they go toge the r .  W e  w i l l  use 
syntax diagrams i n  t h i s  Chapter t o  d e f i n e  t h e  commonly used language 
elements and i n  subsequent Chapters  t o  g ive  t h e  syntax of  MODEL d a t a  
d e c l a r a t i o n  and a s s e r t i o n  s ta tements .  
Syn tax  diagrams are expressed  i n  EBNF us ing  a set o f  symbols w i th  
s p e c i a l  meanings. These symbols can  be used t o  exp res s  how one syn tax  
element  is d e f i n e d  i n  terms o f  ano the r ,  how p a r t s  o f  a s t a t emen t  are 
o rde red ,  when e lements  are o p t i o n a l ,  and when t h e y  may be repea ted .  The 
fo l lowing  set o f  EBNF symbols w i l l  be used i n  syn tax  diagrams d e f i n i n g  
MODEL language elements:  
1) . .= . . means t h a t  the l e f t  hand side "is de f ined  by" t h e  r i g h t  
hand side. 
2) [ . . . I  means t h a t  t h e  enc losed  is o p t i o n a l .  
3 )  I means t h a t  t h e  immediate e lements  on b o t h  sides are 
a l t e r n a t i v e s ,  e i t h e r  o f  which can  be used .  
4) [ . . . I *  means t h a t  t h e  enc losed  r e p e a t s  z e r o  o r  more t i m e s .  
5 )  i...) means t h a t  t h e  enc losed  w i l l  be de f ined  i n  ano the r  
s t a t emen t  i n  EBNF n o t a t i o n  on t h e  l e f t  hand s i d e  of ::= . 
The fo l lowing  is a n  a n  example o f  a s y n t a x  diagram: 
1 <mDEL s p e c i f i c a t i o n ,  ::= [ t s t a t e m e n t > ; ] *  
2 < s t a t e m e n t >  ::= t heade r  s t a t emen t ,  I t d a t a  d e c l a r a t i o n  s t a t e m e n t >  1 
< a s s e r t i o n  s t a t emen t>  
The f i r s t  l i n e  o f  t h e  s y n t a x  diagram i n d i c a t e s  t h a t  each  MODEL 
s p e c i f i c a t i o n  is composed o f  any number o f  s t a t emen t s ,  each  ending  wi th  
a semi-colon. The second l i n e  i n d i c a t e s  t h a t  a s t a t emen t  may be one o f  
t h r e e  types :  a heade r  s t a t emen t  (MODULE, SOURCE, and TARGET), a d a t a  
d e c l a r a t i o n  s t a t emen t  ( FILE, GROUP, RECORD, and FIELD ) , o r  a n  a s s e r t i o n  
s t a t emen t  ( s imple  and c o n d i t i o n a l  ) . 
4.3 MODEL CHARACTER SET 
The c h a r a c t e r  set used by  t h e  MODEL language c o n s i s t s  o f  82 
characters, d i v i d e d  i n t o  classes o f  c h a r a c t e r s ,  d i g i t s ,  and d e l i m i t e r s ,  
which are l i s t e d  i n  F igu re  4.1. You can  use  t h e s e  c h a r a c t e r s  t o  w r i t e  
words and t o  i n d i c a t e  o p e r a t i o n s .  Words are e i t h e r  "reserved words,"  
t h a t  is, words t h a t  have a meaning de f ined  by t h e  system ( e . g . ,  FILE, 
GROUP, IF, and t h e  names o f  f u n c t i o n s ) ,  o r  t h e y  are names o f  v a r i a b l e s  
( e .g . ,  TOTAL). L e t t e r s  used i n  words i n  MODEL s t a t e m e n t s  may be i n  
either upper  o r  lower case. However, f o r  t h e  purposes  o f  t h i s  text, 
reserved words i n  the text are noted by p u t t i n g  them i n  upper case 
letters.  Characters ,  c o n s i s t i n g  of  t h e  letters, $, and - can be used i n  
MODEL v a r i a b l e  names (see Sect ion 4.5). The d i g i t s ,  t h e  numbers from 0 
t o  9, can be  used i n  v a r i a b l e  names, except  as t h e  f i r s t  c h a r a c t e r .  
They are a l s o  used i n  dec la r ing  FIELD d a t a  types .  D e l i m i t e r s ,  
c o n s i s t i n g  o f  s p e c i a l  c h a r a c t e r s ,  are used t o  s e p a r a t e  words and 
express ions  i n  MODEL s ta tements .  Other charac te r s ,  which are not p a r t  
of t h e  MODEL language, such as @, ", ?, %, o r  # cannot be used i n  MODEL 
v a r i a b l e  names o r  s ta tements ,  but  they can be used l i t e r a l l y  i n  
charac te r  s t r i n q  cons tan t s  o r  v a r i a b l e s ,  as described i n  Sect ions  4.7 
and 5.6. 
Figure 4.1 
MODEL Character  S e t  
4.4 DELIMITERS 
Delimiters, i l l u s t r a t e d  above, are used i n  MODEL t o  s e p a r a t e  one 
word o r  one express ion from another ,  t h a t  is, t o  show where one ends and 
t h e  next  begins.  
Blank spaces  are used t o  s e p a r a t e  words, s o  t h a t  a blank space 
cannot be included i n  a v a r i a b l e  name. However, extra spaces and blank 
l i n e s  are ignored, s o  you can format ( a r range  on t h e  page) your 
s p e c i f i c a t i o n  any way you like. 
I n  MODEL commas s e r v e  t o  separa te  elements i n  a series, such as 
v a r i a b l e  names, s u b s c r i p t s ,  o r  funct ion arguments (de f ined  below). 
A l l  model s ta tements  end with a semi-colon ";". Usually, you w r i t e  
one s ta tement  per  l i n e ,  b u t  a complex statement can run over s e v e r a l  
l i n e s  o r  s e v e r a l  s h o r t  s ta tements  can be put  on a s i n g l e  l i n e .  A common 
syntax e r r o r  is t o  omit t h e  semicolon a t  t h e  end o f  some o f  your 
s ta tements .  This  e r r o r ,  while common, is d i f f i c u l t  f o r  the MODEL 
compiler t o  d e t e c t  automat ica l ly ,  s o  i t ' s  important t o  remember t o  put a 
,( . I. , at t h e  end o f  each of  your s ta tements .  
You can w r i t e  comments, which a r e  notes  t o  yourse l f  o r  o t h e r s  t h a t  
have no e f f e c t  on t h e  system, by beginning your comment with " / * 1 1 ,  
s lash-as te r i sk ,  and ending it with  "*/", as te r i sk - s lash  as follows: 
1 <comment> : := / * < t e x t > * /  
2 <text> : := [<any charac te r>]*  
3 <any c h a r a c t e r >  ::= < c h a r a c t e r >  I < d i g i t >  I < d e l i m i t e r >  I 
<non-MODEL charac te r ,  
Documenting your s p e c i f i c a t i o n  by w r i t i n g  comments t o  exp la in  v a r i a b l e  
naxnes o r  t h e  purposes of a s s e r t i o n  s ta tements  is a good technique,  
e s p e c i a l l y  i f  o t h e r  people w i l l  use a s p e c i f i c a t i o n  t h a t  you have 
wr i t t en .  
Parentheses are used t o  i n d i c a t e  t h a t  a list of elements o r  an 
expression is t o  be t r e a t e d  as a s i n g l e  element r e l a t i v e  t o  t h e  elements 
o u t s i d e  t h e  parentheses (see Sect ion 4.9.2 f o r  more d e t a i l s  and 
examples). S p e c i f i c  uses  of  parentheses i n  d i f f e r e n t  types  o f  MODEL 
s ta tements  are explained as each statement is discused i n  later 
chap te r s .  
The u s e  o f  most o f  t h e  o t h e r  d e l i m i t e r s  w i l l  be explained i n  
Sect ion 4.8 on opera to r s .  
4.5 VARIABLE NAMES 
Variable names must begin with a l e t t e r  from t h e  alphabet o r  t he  
character  "$" ( d o l l a r  s i g n ) ,  bu t  a f t e r  t h a t ,  they can include the 
numbers, and t h e  character  "-" (under l ine)  as w e l l .  Therefore, t he  
syntax diagram f o r  var iab le  names is a s  follows: 
Only t h e  leftmost 8 characters  of a var iab le  name w i l l  be 
recognized by MODEL; t he  r e s t  w i l l  be disregarded. Thus, t h e  names 
PERCEPTION and PERCEPTIVE would both be t r ea t ed  as i den t i ca l .  You can 
make up t h e  names of t h e  var iab les  as you please,  but i t ' s  a good idea 
t o  make up names t h a t  a r e  good mnemonics. For example, ITEM would be a 
good name f o r  an element i n  a stock inventory. 
The "-" is used t o  join parts of name, ins tead of a hyphen (which 
could be confused with a minus s ign  i f  it were allowed). If you want a 
var iab le  name t o  cons i s t  of more than one word, than you should connect 
t h e  words with "-", as i n  OUR-ITEM. You can still have a problem i f  you 
don ' t  make the f i r s t  8 characters  of each var iab le  name, including "-", 
unique t o  each var iab le .  For example, MODEL would treat OUR-FIRST-ITEM 
and OUR-FIRST WORD as t h e  same var iab le ,  although it would give you a 
warning t h a t  it was shortening t h e  names of var iab les  with names longer 
than 8 characters .  
4.6 QUALIFIED NAME VARIABLES AND RESERVED WORDS 
The "." is used t o  jo in  names t o  form a qua l i f i ed  name var iab le .  
This is a va r i ab l e  made f r o m  t h e  name of a var iab le ,  preceding it with 
one o r  more spec i a l  p re f ixes .  The syntax of a qua l i f i ed  name va r i ab l e  
is as follows: 
1 < Q u a l i f i e d  name v a r i a b l e >  ::= cprefix>.[iprefix>.]*cname> 
2 < p r e f i x >  ::= tkeyword p r e f i x >  cparent  name> 
3 tkeyword p r e f i x >  ::= SIZE I END I LEN f NEXT I POINTER I FOUND I 
SUBSET FOR-EACH I MALDATA 
3 cparent  name> ::= <name> I OLD I NEW 
A q u a l i f i e d  name may be much longe r  t h a n  8 c h a r a c t e r s ,  i n c l u d i n g  one o r  
more p r e f i x e s .  I f  two q u a l i f i e d  name v a r i a b l e s  have t h e  same p r e f i x e s ,  
t h e n  each  compound name is recognized through the f i r s t  8 c h a r a c t e r s  of 
t h e  name s u f f i x .  
A q u a l i f i e d  name v a r i a b l e  can  be formed by g i v i n g  a v a r i a b l e  a 
keyword p r e f i x ,  which is a "reserved word" i n  MODEL. (These  keyword 
p r e f i x e s  have  a s p e c i a l  meaning f o r  the system and so cannot  be used 
a lone  as v a r i a b l e  names.) Q u a l i f i e d  name v a r i a b l e s  w i t h  keyword p r e f i x e s  
are called c o n t r o l  v a r i a b l e s .  They a l low you t o  r e f e r  d i r e c t l y  t o  some 
v a r i a b l e  a t t r i b u t e ,  such as its range,  i n  a n  a s s e r t i o n  s t a t emen t .  For 
example, i f  ITEM is t h e  name o f  a FIELD v a r i a b l e ,  t h e n  NEXT.ITEM is a 
q u a l i f i e d  name v a r i a b l e  t h a t  r e f e r s  t o  t h e  cor responding  FIELD i n  t h e  
next  RECORD. LEN.NEXT.ITE24 is also a l e g a l  v a r i a b l e  name, which shows 
t h a t  a s i n g l e  v a r i a b l e  can  have more t h a n  one keyword p r e f i x .  For a 
quick  summary o f  t h e  use  o f  keyword p r e f i x e s  see F igu re  4 . 2 .  
FOLEACH . X 
FOUND. X 
U N . X  
NEXIT.X 
POINTER .X 
s1ZE.x 
SUBSET. X 
denotes  whether an element o f  a 
repea t ing  v a r i a b l e  X is the last one. 
Two value  Boolean v a r i a b l e .  
denotes g l o b a l  subscript wi th  same range 
as t h e  lowest ,  r ightmost  dimension o f  
v a r i a b l e  X. 
denotes  i f  RECORD X exists i n  keyed 
FILE wi th  same KEY as given by 
PO1NTER.X. Two va lue  Boolean 
v a r i a b l e  . 
denotes  t h e  l eng th  o f  a FIELD 
v a r i a b l e  X 
denotes  FIELD X i n  t h e  next  s e q u e n t i a l l y  
ordered RECORD i n  a SOURCE FILE. 
denotes a KEY FIELD that  re fe rences  
RECORD X i n  an ISAM FILE. 
denotes the range o f  the lowest ,  
r ightmost  dimension o f  v a r i a b l e  X. 
denotes  whether RECORD X is 
included o r  excluded i n  a subset 
o f  a FILE t h a t  forms a TARCET. 
Two value  Boolean v a r i a b l e .  
denotes  whether a conversion e r r o r  
occurred when reading i n  a FIELD o f  
SOURCE RECORD X. 
Two value  Boolean v a r i a b l e .  
FIGURE 4.2 
U s e  o f  MODEL Keyword P r e f i x e s  
A second type  o f  q u a l i f i e d  name v a r i a b l e  is used t o  e l i m i n a t e  
ambiguity. Th i s  is done i n  two ways. One way is t o  g ive  a v a r i a b l e  
used i n  an a s s e r t i o n  s ta tement  a p r e f i x  o f  OLD o r  NEW. This  
d i f f e r e n t i a t e s  between t h e  same FIELD i n  a SOURCE FILE and i t s  updated 
TARGET v e r s i o n  (when bo th  FILES and both  FIELDS have the same name). An 
example is t h e  a s s e r t i o n  
N E W . W C E  = 0LD.BALANCE + DEPOSIT: 
A second way is t o  g i v e  a v a r i a b l e  a p r e f i x  o f  t h e  name o f  t h e  FILE 
where it is a m e m e b e r ,  i f  t h e  same v a r i a b l e  is used i n  two FILES w i t h  
d i f f e r e n t  names. 
Consider  the case wherein t h e  sane  FIELD v a r i a b l e ,  ITEM, is 
con ta ined  i n  bo th  a SOURCE FILE, IN, and a TARGET FILE, OUT. ( I N  and 
OUT are PILE names, no t  keywords. ) For unanbiguous r e f e r e n c e  i n  your 
a s s e r t i o n  s t a t emen t s ,  t h e  name o f  t h i s  FIELD could  be preceded by t h e  
name o f  t h e  FILE it came from as i n  
0UT.ITEM = IN.ITEM + SOMETHING; 
4.7 CONSTANTS 
A c o n s t a n t  is a s t r i n g  o f  c h a r a c t e r s  o r  numbers appear ing  i n  
a s s e r t i o n  s t a t e m e n t s .  You w r i t e  c o n s t a n t s  d i r e c t l y  as operands i n  your  
a s s e r t i o n s .  T h i s  means t h a t  t h e y  are f i x e d ,  i n  t h e  sense  t h a t  t h e i r  
v a l u e s  d o n ' t  depend on t h e  d a t a .  MODEL recognizes  t h r e e  t y p e s  o f  
c o n s t a n t s :  c h a r a c t e r  s t r i n g  c o n s t a n t s ,  b i t  s t r i n g  c o n s t a n t s ,  and 
arithmetic c o n s t a n t s .  
4.7 .1 CHARACTER STRING CONSTANTS 
C h a r a c t e r  s t r i n g  c o n s t a n t s  are d e f i n e d  as fo l lows :  
1 < c h a r a c t e r  s t r i n g  c o n s t a n t >  ::= ' < a n y  c h a r a c t e r ,  [ < a n y  c h a r a c t e r > ] * '  
2 <any c h a r a c t e r >  ::= < c h a r a c t e r >  I < d i g i t >  1 < d e l i m i t e r >  
tnon-MODEL c h a r a c t e r >  
I n  o t h e r  words a c h a r a c t e r  s t r i n g  c o n s t a n t  is formed by e n c l o s i n g  a 
s t r i n g  o f  any  c h a r a c t e r s  you choose o f  any l e n g t h  i n  apos t rophes ,  f o r  
example, ' J O N ' ,  Cha rac t e r  s t r i n g s  can  be used w i t h  o p e r a t o r s  o r  
f u n c t i o n s  t h a t  work on c h a r a c t e r  s t r i n g s ,  such as t h e  conca tena t ion  
o p e r a t o r ,  I ( see next  S e c t i o n ) ,  o r  t h e  f u n c t i o n  SUBSTRING ( see S e c t i o n  
4.10 at  the end o f  this Chapter  ) . 
4.7.2 BIT STRING CONSTANTS 
A bi t  s t r i n g  constant  is s i m i l a r  t o  a c h a r a c t e r  s t r i n g  cons tan t ,  
bu t  it can con ta in  c e r t a i n  c h a r a c t e r s  l i s t e d  below. I t  is defined as 
fol lows : 
1 <bit s t r i n g  cons tan t>  ::= ' < b i t >  [ c b i t > ] * ' B [ < n > ]  
2 < b i t >  ::= 011:213141516171819fAIBICIDIEIF 
2 cn> ::= 1121314 
L i k e  a c h a r a c t e r  s t r i n g  cons tan t ,  a bit s t r i n g  constant  can be of  any 
length  and should be enclosed wi th  apostrophes.  To d i s t i n g u i s h  it from 
a c h a r a c t e r  s t r i n g  cons tan t ,  you should a l s o  follow a b i t  s t r i n g  
cons tan t  wi th  a c a p i t a l  "B", as i n  '10101l'B. MODEL accep t s  four  forms 
of b i t  s t r i n g  cons tan t s .  These are s t r i n g s  expressing values  i n  base  2, 
base 4, base 8 ,  o r  base  16. B i t  s t r i n g  cons tan t s  are used i n  l o g i c a l  
and s t r i n g  express ions  ( s e e  Sec t ions  4 .9 .4  and 4 .9 .5 ) .  They cannot be 
used wi th  arithmetic opera to r s  without conversion (see Sect ion 4.11).  
To show t h a t  a b i t  s t r i n g  constant  is  i n  base 2,  you would fol low 
the s t r i n g  wi th  a B or B1. A base 2 b i t  s t r i n g  constant  may on ly  
con ta in  1's and 0's. This  is t h e  form of  b i t  s t r i n g s  which is most 
common. A base 4 b i t  s t r i n g  constant  is ind ica ted  by fol lowing t h e  
s t r i n g  with a B2.  I t  may con ta in  t h e  d i g i t s  0 ,  1, 2 ,  and 3 .  B a s e  8 b i t  
s t r i n g s  ( o c t a l )  are ind ica ted  wi th  a t r a i l i n g  83 and may con ta in  any o f  
t h e  d i g i t s  from 0 t o  7.  B a s e  16 b i t  s t r i n g s  (hexadecimal) are ind ica ted  
wi th  a t r a i l i n g  84. They can con ta in  any o f  t h e  d i g i t s  from 0 t o  9,  and 
t h e  letters A through F represen t ing  10 through 15,  r e s p e c t i v e l y .  For 
a l l  the above forms o f  b i t  s t r i n g  cons tan t s ,  i f  you use d i g i t s  o r  
letters which are o u t  o f  range o f  t h e  s p e c i f i e d  base, you w i l l  get an 
e r r o r  message. 
4.7.3 ARITHMETIC CONSTANTS 
A r i t h m e t i c  c o n s t a n t s  are used i n  arithmetic o p e r a t i o n s  and are 
w r i t t e n  usirig a s t r i n g  o f  d i g i t s .  They are de f ined  as fo l lows :  
1 <arithmetic c o n s t a n t >  ::= cunsigned number> [<exponen t> ]  
2 tunsigned number> ::= <unsigned i n t e g e r ,  [ < f r a c t i o n > ]  
< f r a c t i o n  > 
3 cunsigned i n t e g e r >  : := < d i g i t >  [ < d i g i t > ] *  
3 < f r a c t i o n >  ::= .<uns igned  i n t e g e r ,  
2 <exponent> ::= E [ < s i g n > ]  < d i g i t >  [ < d i g i t > ]  
3 < s i g n >  : : = +  I - 
Ar i thme t i c  c o n s t a n t s  are always decimal  ( n o t  b i n a r y ) .  They can 
have a f r a c t i o n a l  component ( a l s o  decimal) and can  be expressed  i n  
e x p o n e n t i a l  n o t a t i o n .  T h i s  is a shor thand way o f  exp res s ing  numbers 
which are v e r y  l a r g e  o r  v e r y  c l o s e  t o  0. I n  exponen t i a l  n o t a t i o n  the 
unsigned number p a r t  o f  an  a r i t h m e t i c  c o n s t a n t  ( c a l l e d  t h e  m a n t i s s a )  is 
m u l t i p l i e d  by  10 raised t o  the power o f  the exponent.  The exponent must 
be an i n t e g e r .  I n  t h e  Vax v e r s i o n  o f  P1/1, t h e  exponent cannot  have an 
a b s o l u t e  v a l u e  h i g h e r  t h a n  34  (see S e c t i o n  5 .6  f o r  more in fo rma t ion ) .  
The "E" preced ing  t h e  number means "10 t o  t h e " .  Examples o f  a r i t h m e t i c  
c o n s t a n t s  are 10011, 503.64, and 9.458-23. (To w r i t e  9.45E-23 wi thout  
e x p o n e n t i a l  n o t a t i o n ,  you would have  t o  p u t  22 z e r o s  between t h e  9 and 
t h e  decimal p o i n t  a t  the beginning  o f  the f r a c t i o n .  ) 
As you w i l l  see i n  t h e  d e s c r i p t i o n  o f  arithmetic expres s ions ,  
arithmetic c o n s t a n t s  can  also be g iven  a p o s i t i v e  o r  nega t ive  s i g n  i n  
front of t h e m .  Arithmetic e x p r e s s i o n s  and the o p e r a t o r s  used i n  t h e m  
w i l l  be d i s c u s s e d  i n  d e t a i l  i n  the next  two S e c t i o n s  of t h i s  c h a p t e r .  
4.8 OPERATORS 
C e r t a i n  o f  t h e  MODEL d e l i m i t e r s ,  called o p e r a t o r s ,  i n d i c a t e  
arithmetic, l o g i c a l ,  or s t r i n g  o p e r a t i o n s .  These symbols are used wi th  
v a r i a b l e s ,  called operands ,  t o  create expres s ions .  There are 
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r e s t r i c t i o n s  on which operator  can go with which kind of operand ( s e e  
Figure 4 . 3 ) .  These r e s t r i c t i o n s  have t o  do with t h e  idea of d a t a  types,  
which w e  s h a l l  d iscuss  i n  d e t a i l  i n  Section 5 .6  of t h e  next Chapter. 
For example, a r i thmet ic  operators  can be used only with ar i thmet ic  
constants  o r  var iab les .  It  does not make sense t o  divide one charac te r  
s t r i n g  by another character  s t r i n g .  And although it may make sense t o  
"add" two s t r i n g s ,  t h a t  i s ,  t o  s t r i n g  them end t o  end, MODEL uses " I f "  
f o r  this r a the r  than "+" . This operation is ac tua l ly  ca l led  
concatenat ion. Recall  t h a t  when you declare  var iab les  i n  your 
spec i f i ca t i on ,  you a l s o  ind ica te  t h e  da t a  type of each var iab le .  If you 
then try t o  use t h e  wrong operator  w i t h  t h e  wrong var iab le ,  f o r  example, 
i f  you try t o  use a "+" between two var iab le  names t h a t  s tand f o r  
charac te r  s t r i n g s ,  you should ge t  a conversion e r r o r  message ( s e e  
Sect ion 4.11 ) . 
The following symbols a r e  t h e  ar i thmet ic  operators  which can be 
used with  any a r i thmet ic  var iab les ,  constants ,  o r  functions t h a t  a r e  
decimal o r  binary.  Arithmetic operators  are used i n  ar i thmet ic  
expressions ( see next Sect  ion ) . 
+ addi t ion,  o r  a p re f ix  ind ica t ing  a pos i t i ve  number; 
- subt rac t ion ,  o r  a negative number; 
* mul t ip l ica t ion  - NOTE: This MUST be used f o r  mul t ip l ica t ion .  
Unlike a lgebra ,  you do not ind ica te  
mul t ip l ica t ion  by no symbol a t  a l l .  
/ div is ion  
t x  exponentiation o r  r a i s ing  t o  power - For example, 2**3 means 
2 t o  t h e  t h i r d  power, o r  8 .  
I n  a d d i t i o n  t o  arithmetic opera to r s ,  t h e r e  are the following 
comparison opera to r s ,  which are used i n  Boolean expressions (see next 
Sect ion ) : 
g r e a t e r  than 
less than 
equa l s  
not g r e a t e r  than 
not  l e s s  than 
g r e a t e r  than o r  equal  t o  
less than  o r  equal  t o  
.not equa l  t o  
The equa l s  s i g n  , "=", is a l s o  used i n  MODEL a s s e r t i o n s  t o  mean "is 
def ined as". 
Another set of opera to r s ,  called l o g i c a l  opera to r s ,  can be used i n  
l g i c a l  o r  Boolean express ions .  
not  
& and 
t o r  
These o p e r a t o r s  work on Boolean, o r  b i t  s t r i n g  v a r i a b l e s  ( i n c l u d i n g  
b i n a r y ) .  A Boolean v a r i a b l e  has a value  of e i t h e r  t r u e  o r  f a l s e  
represented by a 1 o r  a 0. I n  Boolean expressions,  t h e s e  o p e r a t o r s  work 
on s i n g l e  Boolean v a r i a b l e s ,  w h i l e  i n  l o g i c a l  express ions ,  t h e s e  
opera to r s  work on b i t  s t r i n g s  and b ina ry  v a r i a b l e s  (see Sect ions  4.7.2 
and 4 .9 .4) ,  which are equivalent  t o  s e v e r a l  Boolean v a r i a b l e s  s t r u n g  
together. 
Parentheses,  " ( "  and ")", are called group opera to r s  and can be 
used i n  any type  of  expression and with any data type .  They ususa l ly  
surround one express ion which is contained wi th in  a second expression.  
They mean t h a t  the express ion they  surround is t o  be evaluated 
s e p a r a t e l y  and treated as a u n i t  i n  eva lua t ing  t h e  second expression.  
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The symbol is called t h e  conca tena t ion  o p e r a t o r  or s t r i n g  
operator. It  is used w i t h  b i t  s t r i n g s  and c h a r a c t e r  s t r i n g s  i n  s t r i n g  
expres s ions .  I t  means " s t r i n g  t o g e t h e r "  o r  p l a c e  end t o  end. Other 
o p e r a t i o n s  performed on s t r i n g s  u s e  r e se rved  f u n c t i o n s  i n s t e a d  o f  
o p e r a t o r s ,  and w e  s h a l l  d i s c u s s  t h e s e  later. 
4.9 EXPRESSIONS 
Express ions  are combinat ions o f  o p e r a t o r s ,  f u n c t i o n s ,  c o n s t a n t s ,  
and v a r i a b l e s  which act like c l a u s e s  o r  ph rases  i n  a sen tence  t o  e x p r e s s  
a p a r t i a l  v a l u e .  Express ions  can  also b e  combined t o  form l a r g e r  
e x p r e s s i o n s .  The major t y p e s  o f  e x p r e s s i o n s  used i n  MODEL a s s e r t i o n s  
are a r i t h m e t i c ,  l o g i c a l ,  s t r i n g ,  and Boolean. Comparison expres s ions  
are a subclass subsumed under Boolean. The t y p e s  o f  exp res s ions ,  a long  
w i t h  t h e i r  p r e f e r r e d  o p e r a t o r s  and operands are l i s t e d  i n  F igu re  4.3.  
It is a l s o  p o s s i b l e  t o  w r i t e  e x p r e s s i o n s  c o n t a i n i n g  mixed operands .  
Depending on t h e  p a r t i c u l a r  c a s e ,  one o f  t h e  operands may be conver ted  
by the PL/1 compi le r ,  s o  t h a t  t h e  exp res s ion  can  be e v a l u a t e d ,  o r  you 
may g e t  an e r r o r  message. S e c t i o n  4.11 describes t h e  t r e a t m e n t  o f  
e x p r e s s i o n s  w i t h  mixed operands by t h e  MODEL system. 
EXPRESSION OPERAMRS OPERAND 
ARITHMETIC ARITHMETIC ARITHMETIC 
( D e c i m a l ,  B inary ,  
Numeric S t r i n g ,  
P i c t u r e  ) 
LOGICAL LOGICAL BIT STRING, BINARY 
STRING STRING 
( Concatenat ion ) 
STRING 
( Charac t e r ,  B i t  ) 
BOOLEAN LOGICAL BIT, COMPARISON 
EXPRESS ION 
COMPARISON COMPARISON ANY EXPRESSION 
Figure 4.3 
Types o f  Express ions  
4.9.1 USE OF OPERATORS I N  EXPRESSIONS 
Expressions conta in ing opera to r s  are evaluated i n  t h e  following 
order  o f  p r i o r i t y ,  based on t h e  opera to r s  they  conta in :  
( ) (express ions  enclosed i n  parentheses ) 
funct ions  
express ions  used as s u b s c r i p t s  ( s u b s c r i p t  express ions)  + (as a p r e f i x ,  meaning a p o s i t i v e  number) 
- (as a p r e f i x ,  meaning a negative number) 
** ( exponentiat ion ) 
^ ( l o g i c a l  n o t )  
* ( m u l t i p l i c a t i o n  ) 
/ ( d i v i s i o n )  
+ ( a d d i t i o n )  
- ( s u b t r a c t  ion  ) 
I I ( concatenat  ion  ) 
= (equa l  t o )  
> ( g r e a t e r  t h a n )  
< ( less t h a n )  
^ >  ( not g r e a t e r  t h a n )  
( n o t  less t h a n )  
^= ( n o t  equal  t o )  
>= ( g r e a t e r  than  o r  equal  t o )  
<= ( less than o r  equal  t o )  
& ( l o g i c a l  and ) 
( l o g i c a l  o r )  
I n  t h i s  table, opera to r s  with h igher  p r i o r i t y  ( lower numbers i n  t h e  
t a b l e )  are appl ied  f i r s t  i n  eva lua t ing  express ions .  Thus, i n  A * B + C, 
A and B are mul t ip l i ed  be fore  C is added. You can t e l l  t h i s  because * 
is p r i o r i t y  5 and + is p r i o r i t y  7 .  S imi la r ly  i n  ^D E,  l o g i c a l  not ,  
^, is app l ied  t o  b i t  s t r i n g  D be fo re  it is concatenated t o  b i t  s t r i n g  E, 
because A is p r i o r i t y  4 while I (  is p r i o r i t y  7 .  A l l  t h e  opera to r s  under 
t h e  same number have t h e  same p r i o r i t y .  I f  s e v e r a l  opera to r s  o f  t h e  
same p r i o r i t y  are presen t  i n  t h e  same expression,  then t h e  opera to r s  
w i l l  be appl ied  s e q u e n t i a l l y  from l e f t  t o  r i g h t ,  except  f o r  
exponent ia t ion  which is appl ied  from r i g h t  t o  l e f t .  
4.9.2 PARENTHESES I N  EXPRESSIONS 
Expressions can be combined t o  form l a r g e r  expressions.  A t  t h e  end 
of Chapter 2 ,  w e  d iscussed s t r u c t u r i n g  d a t a  i n  terms o f  trees where 
nodes can keep branching i n t o  new nodes deeper i n  t h e  tree. The same 
t h i n g  is t r u e  f o r  expressions;  t h e  va r ious  types  o f  express ions  can 
include express ions  as basic elements. For example, t h e  syntax diagram 
for arithmetic expressions (Sec t ion  4.9.3) shows t h a t  an arithmetic 
express ion,  surrounded by parentheses,  can t a k e  a s i g n ,  be r a i s e d  t o  a 
power by  an exponent, e t c .  These nested express ions  could con ta in  o t h e r  
express ions ,  which contained s t i l l  o t h e r  express ions ,  and s o  on. 
You show t h a t  express ions  are nested i n  o t h e r  express ions  by 
enclos ing t h e  inner  expression'  i n  parentheses.  By c r e a t i n g  embedded 
express ions ,  you can change t h e  o rder  t h a t  opera to r s  w i l l  be appl ied  i n  
eva lua t ing  your express ions .  This  is because parentheses have t h e  
h i g h e s t  p r i o r i t y  as opera to r s .  For example, i n  t h e  express ion A + B * 
C, according t o  t h e  above o rder  o f  opera t ions ,  the m u l t i p l i c a t i o n  is 
done be fore  t h e  add i t ion .  However i f  you rewrote t h e  express ion using 
parentheses  t o  form ( A  + B )  * C, t h e  parentheses would cause t h e  
a d d i t i o n  i n  t h e  inner  express ion t o  be done f i r s t .  
Prentheses  can a l s o  be used t o  change t h e  o rder  t h a t  express ions  
conta in ing l o g i c a l  and s t r i n g  opera to r s  are evaluated .  For example, t o  
apply a l o g i c a l  no t ,  , t o  two s t r i n g s  after they have been 
concatenated,  you should enclose  t h e  two s t r i n g s  and t h e  concatenation 
opera to r  i n  parentheses  as i n  ^ ( A  I B ) .  If you use  s e v e r a l  sets o f  
parentheses  i n s i d e  each o t h e r ,  t h e  express ion embedded wi th in  t h e  
innermost parentheses  w i l l  be evaluated  f i r s t ,  then  t h e  next innermost,  
and so on. You can a l s o  use parentheses  t o  improve t h e  r e a d a b i l i t y  of  
express ions  by s e t t i n g  o f f  r e l a t e d  elements t o g e t h e r ,  without  changing 
t h e  value  of t h e  expression,  as i n  ( (A**3  ) /B)  - ( ( X * * 4 ) / Y ) .  
4.9 .3  ARITHMETIC EXPRESSIONS 
The basic elements o f  arithmetic express ions  are arithmetic 
cons tan t s ,  v a r i a b l e s ,  funct ions ,  and o t h e r  a r i t h m e t i c  express ions ,  as 
w e l l  as t h e  va r ious  a r i t h m e t i c  opera to r s  (see Sec t ion  4.8 ). Any 
v a r i a b l e s  o r  func t ions  used i n  arithmetic express ions ,  must have 
i n t e r p r e t a b l e  va lues  i n  t h e  sense  t h a t  numbers can be s u b s t i t u t e d  f o r  
them. Arithmetic v a r i a b l e s  may be of  decimal, b ina ry ,  numeric s t r i n g ,  
o r  p i c t u r e  d a t a  types ,  as descr ibed i n  t h e  next  chap te r .  Subscr ip t  
v a r i a b l e s  are a s p e c i a l  class of arithmetic v a r i a b l e s ,  descr ibed i n  
Chapter 7 .  (Ari thmet ic  express ions  used as s u b s c r i p t s ,  which may 
con ta in  subscript v a r i a b l e s ,  are called s u b s c r i p t  express ions .  These 
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are also described in Chapter 7.) Arithmetic constants are defined in 
Section 4.7.3. 
The syntax diagram defining arithmetic expressions is as follows: 
1 carithmetic expression> : := tarithmetic term> [<addition operator, 
<arithmetic term> I* 
2 caddition operator> ::= + 1 - 
2 carithmetic term> : := <arithmetic factor> [<multiplication operator> 
carithmetic factor > ] * 
3 <multiplication operator> : := * 1 / 
3 carithmetic factor> : : = <arithmetic primary, 
[ **  <arithmetic primary>]* 
4 <arithmetic primary, : := [<sign>] <arithmetic element> 
4 <sign> ::= + 1 - 
5 carithmetic element> : := <arithmetic constant> carithmetic 
variable> csubscript variable> I 
arithmetic function> 
( tarithmetic expression> ) 
Operations in arithmetic expressions apply to both decimal and 
binary variables, functions, and nested expressions. ( Ilowever , as 
described in Section 4.7.3, arithmetic constants can only be decimal.) 
It is also possible, to mix decimal and binary elements in the same 
expression. 
The following are examples of arithmetic expressions: 
4 
ELEPHANT + 3 
JACK * QUEEN 
PAWL + DAVID * ANN/(LUKE - 4) 
-12E-15 
SIN(A"*-2.75) + COSD(BXX((4.79 +C) 5.79 - D) 
4.9.4 LOGICAL EXPRESSIONS 
The syntax diagram of log ica l  expressions is as follows: 
1 < log ica l  expression> ::= t l og i ca l  term> [ I  clogical  term>]* 
2 c log ica l  term, ::= <log ica l  fac tor ,  [ &  clogical  f a c t o r > ] *  
3 < l o g i c a l  f ac to r>  ::= [* ]< log ica l  primary, 
4 t l og i ca l  primary> ::= < b i t  s t r i n g  constant> <bit s t r i n g  
var iable ,  I <binary var iab le>  
< l o g i c a l  function> I ( < l og i ca l  expression> ) 
The operands of log ica l  expressions are b i t  s t r i n g s  ( including 
functions,  constants,  and va r i ab l e s ) ,  binary var iab les ,  and nested 
expressions. ( B i t  s t r i n g  constants with a base o ther  than 2 are 
represented in t e rna l ly  as base 2 s t r i n g s  i n  log ica l  expressions. )  Each 1 
o r  0 i n  these operands corresponds t o  a separate  Boolean var iab le .  ( I n  
essence 1 means t r u e  and 0 means f a l s e . )  The log ica l  operators  &, 1 ,  and 
* can be used with operands of any length; & and I t ake  two operands, 
while * t akes  one. The r e s u l t  of any of t h e  above operations is always 
a s i n g l e  b i t  s t r i n g .  
The log ica l  operators ,  and, &, and o r ,  I ,  work on individual  bi ts  
i n  the  same respect ive posi t ions  from the  r i gh t  ends of two logical 
operands. When these  operators are applied t o  operands of  d i f f e r e n t  
lengths,  0 ' s  are added t o  t h e  r i g h t  of t he  shor te r  operand u n t i l  t he  
operands are of t h e  same length. Thus, t he  length of t h e  r e s u l t  w i l l  be 
the  length of t h e  longer operand. 
I f  the l o g i c a l  o p e r a t i o n  is & and i f  t h e  cor responding  b i t s  i n  the 
t w o  operands are bo th  1's ( t r u e  ), t h e n  t h e  r e s u l t i n g  b i t  i n  the new 
s t r i n g  is a 1; o the rwi se  it is a 0 ( f a l s e ) .  For t h e  I o p e r a t i o n ,  i f  
one o r  b o t h  o f  t h e  b i t s  i n  t h e  t w o  operands is a 1, then  t h e  r e s u l t i n g  
b i t  is also a 1; o the rwi se  it is a 0. For  example, i f  X is ' 10110'B 
and Y is '11000'B, t h e n  X & Y is '10000'B and X I Y is ' 1 1 1 1 0 ' B .  
' 101111'8 1 ' 1101'B & ' 1 1 ' B  is ' l l O O O O ' B  ( r e m e m b e r  t h a t  & is a p p l i e d  
before I ) . 
The l o g i c a l  n o t  o p e r a t o r ,  ^, r e v e r s e s  t h e  t r u t h  va lue  o f  what it 
precedes;  it exchanges ' 1 ' B ' s  Eor ' 0 '8 ' s  and ' O ' B ' s  f o r  ' 1 ' B ' s  I n  a 
l o g i c a l  pr imary.  For example, i f  X is '10110 ' ,  t h e n  ^X is '01001 ' .  
4 . 9 . 5  STRING EXPRESSIONS 
S t r i n g  expres s ions ,  which can  i n c o r p o r a t e  o n l y  t h e  concatenation 
o p e r a t o r ,  1 1 ,  are d e f i n e d  i n  t h e  fo l lowing  syn tax  dlagram: 
1 < s t r i n g  e x p r e s s i o n >  ::= < s t r i n g  term> [ I  I < s t r i n g  te rm>]*  
2 < s t r i n g  te rm> ::= <character s t r i n g  c o n s t a n t >  I < c h a r a c t e r  s t r i n g  
v a r i a b l e >  I < s t r i n g  f u n c t i o n >  < l o g i c a l  f a c t o r >  
I n  s t r i n g  expres s ions ,  c h a r a c t e r  s t r i n g  c o n s t a n t s ,  v a r i a b l e s ,  
f u n c t i o n s ,  and nes t ed  expres ions  can  be jo ined  t o g e t h e r  t o  form longer  
c h a r a c t e r  s t r i n g s .  For example, 'Learning t h e  MODEL language '  ' is 
fun . '  becomes 'Learning t h e  MODEL language is f u n . '  Log ica l  f a c t o r s  can 
also be s t r u n g  end t o  end us ing  t h e  conca tena t ion  o p e r a t o r ,  s o  t h a t  
'111101'B I ;  ^ '0101'B becomes '1111011010'8. F i n a l l y ,  you can 
c o n c a t e n a t e  character s t r i n g s  t o  l o g i c a l  f a c t o r s .  The end r e s u l t  w i l l  
be a c h a r a c t e r  s t r i n g ,  w i t h  t h e  l o g i c a l  f a c t o r  be ing  conver ted .  For  
example, 'WILLIAM' I I '1001'B becomes 'WILLIAM1001'. 
4.9.6 BOOLEAN EXPRESSIONS 
Boolean expressions, l ike a Boolean variable, have a single value 
of true or  false.  Their syntax diagram is as  follows : 
1 <Boolean expression> ::= <Boolean term> [ I  <Boolean term>]* 
2 <Boolean term> ::= <Boolean factor, (&  <Boolean factor>]* 
3 <Boolean factor,  ::= [ ^ ]  <comparison expression> 
4 tcomparison expression> ::= <Boolean primary, [<comparison 
operator> <Boolean primary>]* 
5 <Boolean primary, ::= tarithemtic expression, <logical 
expression, f ts tr ing expression, I 
(<Boolean expression>) 
, < ; > ~ ' = l > = l A = l  5 tcomparison operator, ::= = 
^ <  ; ^ >  
Boolean expressions can act  l ike  logical expressions and use the 
same operators. The only difference is that  Boolean expressions can 
only have a single b i t  as an operand rather than b i t  s tr ings of 
arbitrary length. Boolean expressions can use nested comparison 
expressions as operands, because comparison expressions have a single 
b i t  value. An example is the expression A = B I C = D & E = F, which is 
true when e i ther  A equals B or both C equals D and E equals F.  
4.9.7 COMPARISON EXPRESSIONS 
Comparison expressions can use any type of expression as an 
operand. If the two operand expressions hold the relationship, such as 
equality, tha t  is given by the comparison operator, then the comparison 
expression has a b i t  value of true. I f  not, then it has a b i t  value of 
false. For example, the comparison expression A > B has a value of true 
only when A is greater than B; otherwise it is false.  When you write a 
comparison expression containing more than one non-nested comparison 
operator, such as A < B < 10, the comparisons w i l l  be made i n  order from 
l e f t  t o  r ight  and judged true or  fa lse  in  turn. In t h i s  case the 
comparison express ion is always t r u e ,  because t h e  comparison of  A and B 
w i l l  r e s u l t  i n  a t r u e  o r  f a l s e  b i t  ( n o  matter what A and B are ), which 
w i l l  be converted t o  a 0 o r  a 1 f o r  t h e  next comparison which w i l l  be 
smaller than 10. 
When two express ions  are compared, t h e y  should be of  t h e  same type,  
t h a t  i s ,  both arithmetic, bo th  l o g i c a l ,  both  c h a r a c t e r  s t r i n g ,  o r  both 
nested Boolean. Also remember t h a t  comparison opera to r s  have a higher  
p r i o r i t y  than  l o g i c a l  and ( & )  and l o g i c a l  o r  ( I ), s o  i f  you wish t o  
compare two l o g i c a l  express ions  conta in ing & o r  I ,  you should enclose 
t h e  l o g i c a l  express ions  i n  parentheses.  
When conta in ing arithmetic cons tan t s ,  funct ions ,  and v a r i a b l e s ,  
comparison express ions  fol low t h e  s a n e  p r i n c i p l e s  as i n  arithmetic, f o r  
example, 3 >= 2 is t r u e ,  while 7 < 5 is f a l s e .  Comparison opera t ions  
can involve  b i t  o r  c h a r a c t e r  s t r i n g s  as w e l l  as t o  numbers. When 
comparison opera to r s  are appl ied  t o  b i t  s t r i n g s ,  i f  t h e  s t r i n g s  are of 
d i f f e r e n t  l eng th ,  then t h e  s h o r t e r  s t r i n g  is f i r s t  extended with 0 ' s  on 
t h e  r i g h t  s o  t h a t  both s t r i n g s  w i l l  be of the same length.  So, when 
eva lu t ing  t h e  t r u t h  of  '10010'B > '10001001'B, '10010'B w i l l  be extended 
t o  '10010000'B. ( T h i s  is t h e  same as t h e  convention f o r  using l o g i c a l  
opera to r s  on s t r i n g s  of  d i f f e r e n t  length  d iscussed earlier. ) The b i t  
s t r i n g s  are then  compared as i f  they  w e r e  b inary  numbers. Therefore,  
using the example from above, t h e  Boolean expression ' 1 0 0 1 0 ' B  > 
'10001001'B is t r u e ,  because *10010000'B is g r e a t e r  than '10001001'B. 
( I f  t h e  numbers 10010 and 10001001 were d i r e c t l y  compared i n  b inary ,  
then 10001001 would be g r e a t e r . )  
Character s t r i n g s  are compared charac te r  by charac te r  from left  t o  
r i g h t .  I f  t h e  c h a r a c t e r  s t r i n g s  are o f  d i f f e r e n t  lengths ,  b lanks  w i l l  
be added t o  t h e  r i g h t  o f  t h e  s h o r t e r  s t r i n g  be fore  t h e  comparison is 
made. The comparison is alphanumeric, wi th  letters near t h e  end o f  t h e  
a lphabet  def ined as g r e a t e r  than letters near t h e  beginning o f  t h e  
a lphabet ,  and lowercase letters g r e a t e r  than uppercase. Also letters 
are def ined as g r e a t e r  than numbers, and numbers are defined as g r e a t e r  
than most punctuation.  (The a c t u a l  basis f o r  each comparison is t h e  
ASCII code numbers of  t h e  re levan t  c h a r a c t e r s . )  I f  t h e  f i r s t  cha rac te r  
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i n  t w o  s t r i n g s  is t h e  same, t h e n  the second is compared, and so on.  All 
o f  t h e  fo l lowing  are t r u e  comparisons o f  c h a r a c t e r  s t r i n g s :  
'ABZ' > 'ABY' 
'NOAH' < 'Noah' 
'cat l '  > 'cat . '  
4.10 FUNCTIONS 
There are c e r t a i n  t e d i o u s  c a l c u l a t i o n s  that most u s e r s  want their 
s p e c i f i c a t i o n s  t o  perform a t  one t i m e  or o t h e r .  To s a v e  you from the 
n e c e s s i t y  o f  having  t o  w r i t e  a s s e r t i o n  s t a t e m e n t s  t o  s p e c i f y  t h e s e  
c a l c u l a t i o n s ,  you can  u s e  f u n c t i o n s .  These f u n c t i o n s  are e i t h e r  b u i l t  
i n t o  the MODEL system o r  added by a programmer. To u s e  a f u n c t i o n ,  you 
e n t e r  t h e  name of t h e  f u n c t i o n  a l o n g  w i t h  the v a r i a b l e ( s )  or  
e x p r e s s i o n ( s )  that you want t o  be operated on.  An example would be t h e  
f u n c t i o n  SQRT(X),  w h i c h  e v a l u a t e s  the s q u a r e  r o o t  o f  a p o s i t i v e l y  valued 
arithmetic expres s ion  surrounded by  pa ren theses .  X is  c a l l e d  the 
argument of t h e  f u n c t i o n ;  I t ' s  w h a t  the f u n c t i o n  o p e r a t e s  on.  I n  this 
case, t h e  X r e p r e s e n t s  an  a r i t h m e t i c  argument, b u t  f o r  o t h e r  t y p e s  of  
f u n c t i o n s ,  it could  r e p r e s e n t  o t h e r  t y p e s  o f  arguments.  More complex 
f u n c t i o n s  can  have  s e v e r a l  arguments.  The s i n g l e  r e s u l t  tha t  a f u n c t i o n  
w i t h  any number o f  arguments r e t u r n s  is c a l l e d  the f u n c t i o n ' s  v a l u e .  
Funct ion  names i n  a MODEL s p e c i f i c a t i o n  are reserved words, which 
means t h e y  should  n o t  be used as v a r i a b l e  names. MODEL can  u s e  any o f  
t h e  f u n c t i o n s  a v a i l a b l e  i n  PL/1. A d d i t i o n a l  f u n c t i o n s  can  a l s o  be 
w r i t t e n  i n  PL/1 and added t o  your  MODEL system. Once a f u n c t i o n  is 
created i n  this  way, i t ' s  name a l s o  becomes a r e s e r v e d  w o r d .  A sample 
o f  PL/1 f u n c t i o n s ,  p l u s  a list o f  a d d i t i o n a l  f u n c t i o n s  w r i t t e n  
especially f o r  MODEL, is con ta ined  i n  t h e  appendix. 
The s y n t a x  diagram f o r  f u n c t i o n s  is as fo l lows  : 
1 < f u n c t i o n >  ::= c func t ion  name> [ (<argument>  [, <argument>]=)]  
2 targument, ::= tarithmetic expres s ion>  < l o g i c a l  exp res s ion>  I 
< c h a r a c t e r  s t r i n g  expres s ion>  
The above diagram shows t h a t  t o  u se  a f u n c t i o n  you should  t y p e  i n  t h e  
f u n c t i o n ' s  name followed by t h e  v a r i a b l e (  s )  o r  express ion(  s ) t o  b e  used 
as arguments ,  enc losed  i n  one set o f  pa ren theses .  I f  t h e  f u n c t i o n  t a k e s  
more t h a n  one argument,  t h e y  should  be s e p a r a t e d  by  commas. Some 
f u n c t i o n s  do  n o t  t a k e  any arguments.  I n  t h a t  case t h e  pa ren theses  
should also be omi t ted .  
As you can  see i n  t h e  appendix, t h e r e  are f u n c t i o n s  a p p r o p r i a t e  f o r  
a l l  e x p r e s s i o n s  and d a t a  t y p e s .  SQRT(X), which w e  a l r e a d y  mentioned, is 
an ARITHMETIC f u n c t i o n  which can  be a p p l i e d  t o  decimal ,  b i n a r y ,  numeric 
s t r i n g ,  or p i c t u r e  d a t a  t y p e s .  Another example o f  an  ARITHMETIC 
f u n c t i o n  is t h e  MODEL f u n c t i o n  SUM. SUM(X( I ) I  ) adds up a l l  t h e  elements  
i n  v e c t o r  X ( 1 )  and r e t u r n s  t h e  r e s u l t  as a scalar. For a v a r i a b l e  w i th  
t w o  o r  more dimensions,  a SUM f u n c t i o n  can  be used t o  add t h e  elements  
a long  any one o f  t h o s e  dimensions.  SUM is r e f e r r e d  t o  as a reduc t ion  
f u n c t i o n ,  because  it reduces  t h e  number o f  dimensions o f  t h e  r e s u l t  t o  
one less t h a n  o r i g i n a l l y  con ta ined  i n  t h e  argument. 
O the r  f u n c t i o n s ,  c a l l e d  s t r i n g  f u n c t i o n s ,  can  be used on c h a r a c t e r  
o r  b i t  s t r i n g  v a r i a b l e s .  An example would be t h e  s t r i n g  f u n c t i o n  
SUBSTR( Xl , X.2 [ , X3 ] ) . SUBSTR( Xl , X2[ , X3 1 ) is used t o  extract a smaller 
s t r i n g  o r  s u b s t r i n g  from s t r i n g  v a r i a b l e  Xl. X2 g i v e s  a n  i n t e g r a l  va lue  
cor responding  t o  t h e  p o s i t i o n ,  coun t ing  c h a r a c t e r s  from t h e  l e f t ,  where 
you want t h e  s u b s t r i n g  t o  be extracted from X1 t o  start. You can  u s e  X3 
t o  g i v e  t h e  number o f  c h a r a c t e r s  i n  t h e  s u b s t r i n g .  X3 is o p t i o n a l ,  as 
i n d i c a t e d  by t h e  s q u a r e  b r a c k e t s .  I f  you omit  it, t h e n  t h e  s u b s t r i n g  
w i l l  ex t end  from p o s i t i o n  X2 t o  t h e  end o f  Xl. 
tVs e x p l a ~ n c d  I n  Section 4 . 9  and 4.10, MODEL exprcsslons anu 
t u n c t l o n s  w ( 3 r e  d e s l y n e d  t o  use c c r t a k n  s p e c l f l c  ddta types as o p e r a n d s  
dnu a rguments .  k ' lyure 4 . 4  expldlns how t h e  MODEL system e v a l u a t e s  
c x p r c s s l o n s  or  functions w r l t t u n  using n o n p r e t e r r e d  data t ypes .  
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Convers lon  ot D a t a  'L'ypes In Expressions w l t h  Mlxed Operands  
Yor a n  o p e r a t o r  i n  a g i v e n  row o f  the above t ab le ,  you c a n  w r i t e  a 
l o q a l  e x p r e s s i o n  u s i n g  as o p e r a n d s  a n y  data type ment ioned i n  t h e  LHS 
and RfIS columns o f  t he  same row. When a n  ass ignment  u s e s  m i x e d  
o w r a n d s ,  t h e  RHS operand  is a u t o m a t i c a l l y  c o n v e r t e d  i n t o  the  LHS type. 
T h e r e f o r e ,  t he  e v a l u a t e d  e x p r e s s i o n  w i l l  also be o f  LHS t y p e .  
I n  c o n d i t i o n a l  a s s e r t i o n  s t a t e m e n t s  o f  the  form: 
A = IF C THEN EXPl 
ELSE EXP2; 
C must have  a b i t  s t r i n g  data t y p e .  The cho ice  o f  data t y p e s  f o r  
EXPl  and EXP2 obeys t h e  above r u l e  f o r  comparison e x p r e s s i o n s .  If 
d i f f e r e n t  from A, the d a t a  t y p e s  o f  EXPl and EXP2 w i l l  be conver ted  t o  
be t h e  same. ( See Chapter  6 f o r  more informat ion  on c o n d i t i o n a l  
a s s e r t i o n  s t a t e m e n t s . )  
Funct ions ,  as described i n  S e c t i o n  4.10, have  data t y p e s  a s s o c i a t e d  
wi th  their arguments and r e t u r n  v a l u e s .  When a f u n c t i o n  is w r t t e n  us ing  
a nonpre fe r r ed  data t y p e ,  t h e  r u l e s  o f  au tomat ic  conve r t ion  i n  t h e  COIQ 
row of t h e  table are a p p l i e d .  T h i s  means t h a t  argument(s  ) w i l l  be 
conver ted  t o  t h e  - t y p e ( s )  conven t iona l ly  used w i t h  t h e  func t ion ,  s o  t h a t  
t h e  f u n c t i o n  can  be eva lua t ed  normally.  
Warning messages are i s s u e d  whenever au tomat ic  convers ion  is 
app l i ed .  
E r r o r  messages are i s s u e d  whenever t h e  above r u l e s  are v i o l a t e d .  
CHAPTER 5 
DATA DECLARATION I N  MODEL 
5.1 OVERVIEW 
This  Chapter w i l l  d i s c u s s  the syntax and semantics of MODEL d a t a  
d e c l a r a t i o n  s ta tements .  Syntax, as you recall from the previous 
chap te r ,  is concerned wi th  how the elements of  a statement are defined 
i n  terms of  o t h e r  elements and how they are ordered.  Semantics, on t h e  
o t h e r  hand, is concerned with t h e  meanings produced by choosing i n  your 
s ta tements  t o  use c e r t a i n  elements r a t h e r  than o t h e r s  o r  choosing t o  
o rder  them i n  c e r t a i n  ways. The d i scuss ion  of  the syntax of  MODEL d a t a  
d e c l a r a t i o n  relies heav i ly  on EBNF nota t ion  o f  syn tax  diagrams, which 
was introduced i n  Sec t ion  4.2.  Therefore,  you should make s u r e  you 
understand how t h e s e  diagrams are read before  you go on. In  the 
followinq s e c t i o n s  these syntax r u l e s  w i l l  be appl ied  i n  examples t o  
g ive  you some ideas  about how best t o  use the v a r i a t i o n s  i n  d a t a  
d e c l a r a t i o n  t o  s o l v e  p a r t i c u l a r  problems. There is a l o t  of  d e t a i l  
h e r e ,  s o  t h e  f i r s t  t i m e  you read t h i s  C%apter, you should simply t r y  t o  
understand what you have read.  Then, you can r e f e r  back t o  t h e  
appropr ia te  Sec t ions  when you w r i t e  s p e c i f i c a t i o n s .  
5.2 MODEL PROGRAM HEADER 
MODEL s p e c i f i c a t i o n s  start wi th  a program header. The header has 
t h r e e  naming func t ions ,  it names t h e  s p e c i f i c a t i o n ,  SOURCE FILES, and 
TARGET FILES. These naming funct ions  are carried o u t  by using d i f f e r e n t  
s ta tements  as expressed i n  t h e  following syntax diagram: 
<header  s t a t e m e n t >  ::= (MODULE s t a t emen t>  [ <SOURCE FILE s t a t e m e n t >  
(TARGET FILE s t a t e m e n t >  
The first s t a t emen t  is called t h e  MODULE s t a t emen t .  
Its s y n t a x  is as fo l lows :  
<MODULE s t a t emen t ,  : := MODULE: <name>; 
An example o f  a MODULE s t a t emen t  would be: MODULE: FRED; 
I n  t h i s  example t h e  word MODLTLE is a MODEL keyword, which means t h a t  it 
has a s p e c i a l  p rede f ined  meaning. The keyword MODULE is used t o  name a 
s p e c i f i c a t i o n .  ( T h i s  is d i f f e r e n t  from t h e  name o f  t h e  f i l e  i n  which 
t h e  s p e c i f i c a t i o n  is s t o r e d .  The M O D W  name is used i n t e r n a l l y  t o  
i d e n t i f y  t h e  PL/1 program compiled from your  s p e c i f i c a t i o n  and t h e  
machine language code complled from t h a t  program.) The example t e l l s  
MODEL t h a t  FRED is t h e  name o f  t h e  s p e c i f i c a t i o n .  Each s p e c i f i c a t i o n  
can  have o n l y  one name. I t  is impor tan t  t o  no te  t h a t  t h i s  s t a t emen t ,  as 
do a l l  MODEL s t a t emen t s ,  ends  w i t h  a semi-colon. 
The SOURCE FILE s t a t emen t  g i v e s  the names o f  SOURCE FILES. These 
s e r v e  as i n p u t  FILES con ta in ing  t h e  d a t a  informat ion  t o  be used i n  t h e  
s p e c i f i c a t i o n .  They are presumably r ead  i n  from e x t e r n a l  d e v i c e s .  The 
SOURCE FILE s t a t emen t  h a s  t h e  fo l lowing  syntax :  
<SOURCE FILE s t a t emen t ,  ::= SOURCE [FILE;FILES]: <name> [ ,  <name>]*; 
Examples o f  l e g a l  SOURCE FILE s t a t e m e n t s  would be: 
soma: RALPH; 
SOURCE: RALPH, NORTON; 
SOURCE FILE: NORTON; 
SOURCE FILES : NORTON, RALPH; 
These examples show that i n  SOURCE FILE s ta tements  the words FILE 
o r  FILES are o p t i o n a l  and i f  t h e r e  is more t h a n  one SOURCE FILE, then  
t h e y  should be separated by commas. I t  is a l s o  possible t o  create a 
MODEL s p e c i f i c a t i o n  without  SOURCE FILES, i f  you d e f i n e  all the 
dependent v a r i a b l e s  i n  your a s s e r t i o n  s t a t ements  i n  terms of  cons tan t s ,  
or v a r i a b l e s  t h a t  a l r eady  have been de f ined  i n  terms of  cons tan t s .  For 
example, t h e  s p e c i f i c a t i o n  i n  Figure  5.1, w h i c h  doesn ' t  i nc lude  a SOURCE 
FILE, w i l l  produce a series o f  1 2  numbers, i n  w h i c h  each number is equa l  
t o  t h e  sum o f  t h e  two previous numbers i n  the series. ( I n  mathematics 
t h i s  is known as the Fibonacci  series.) It w a s  necessary  t o  d e f i n e  on ly  
the f i r s t  two members o f  the series using cons tan t s ;  t h i s  provided 
enough information t o  d e f i n e  the o t h e r s .  
MODUU2: SUM; 
TARGET: OUTPUT; 
1 OUTPUT I S  FILE, 
2 RECOU ( 1 2 )  I S  REC, 
3 E IS  FLD (PIC 'ZZ9 ' ) ;  
E ( 1 )  = IF  I = 1 THEN 1 ELSE 
IF  I = 2 THEN 1 ELSE E(1-1) + E(1-2); 
F igure  5.1 
Example o f  a S p e c i f i c a t i o n  Without a SOURCE. FILE 
TARGET FILES are t h e  output  from running the program produced from 
your s p e c i f i c a t i o n ,  presumably t o  be stored on s o m e  e x t e r n a l  dev ice .  
They r e t a i n  the r e s u l t s  o f  t h e  computation f o r  examination or f u t u r e  
use .  The syn tax  of TARGET FILE s ta tements  is t h e  same as f o r  SOURCE 
FILE s ta t ements .  
It is as fo l lows :  
<TARGET FILE s t a t emen t>  ::= TARGET [FILEIFILES]: <name> [ ,  <name>]*; 
Examples o f  l e g a l  TARGET FILE s t a t e m e n t s  would be :  
TARGET: ALICE; 
TARGET: ALICE, TRIXI; 
TARGET FILE: TRIXI; 
TARGET FILES: TRIXI, ALICE; 
I t  is a l s o  p o s s i b l e  t o  u se  t h e  same FILE as bo th  SOURCE and TARGET. 
To do t h i s ,  you would inc lude  t h e  same FILE name i n  bo th  t h e  SOURCE FILE 
s t a t emen t  and TARGET FILE s t a t emen t .  You t h e n  o n l y  have t o  d e c l a r e  t h e  
s t r u c t u r e  o f  t h e  FILE once.  L a t e r ,  you should c l a r i f y  t o  which FILE a 
p a r t i c u l a r  v a r i a b l e  i n  your  a s s e r t i o n s  be longs  by  adding t h e  q u a l i f y i n g  
p r e f i x e s  OLD ( f o r  SOURCE ) o r  NEW ( f o r  TARGET), as w a s  d e s c r i b e d  i n  
S e c t i o n  4 .6 .  For example, F igu re  5 .6  i n  S e c t i o n  5.4 shows t h e  ISAM FILE 
GINGER used as bo th  a SOURCE and TARGET FILE. T h i s  example a l s o  
i l l u s t r a t e s  t h e  use  of t h e  POINTER c o n t r o l  v a r i a b l e ,  d e s c r i b e d  i n  d e t a i l  
i n  Chapter  8 .  
5.3 DATA DECLARATION SYNTAX AND SEMANTICS 
S i n c e  MODEL is a nonprocedural  programming language, each v a r i a b l e  
can  t a k e  o n l y  one va lue .  Therefore  each  v a r i a b l e  i n  MODEL is named t o  
d i s t i n g u i s h  it from every o t h e r  variable, and t h e  e lements  of a 
r e p e a t i n g  v a r i a b l e  are g iven  s u b s c r i p t s  t o  d i s t i n g u i s h  them. D a t a  
d e c l a r a t i o n  i n  MODEL a l l o w s  you t o  e x p r e s s  t h e  h i e r a r c h i c a l  o r g a n i z a t i o n  
of  your  v a r i a b l e s ,  whether e x t e r n a l  (SOURCE o r  TARGET FILES) or i n t e r n a l  
( INTERIM FILES, GROUPS, RECORDS, o r  FIELDS ) . D a t a  d e c l a r a t i o n  
s t a t e m e n t s  e x p r e s s  s e v e r a l  p i e c e s  o f  i n fo rma t ion .  They t e l l  what t h e  
name o f  each  v a r i a b l e  is and whether  it r e f e r s  t o  a l a r g e  set o f  d a t a ,  
such as a FILE, a medium-sized set o f  d a t a ,  such as a GROUP o r  RECORD, 
or a s i n g l e  u n i t  o f  d a t a ,  such as a FIELD. Two variables the same 
FILE shou ld  g i v e n  t h e  same name. D a t a  d e c l a r a t i o n  s t a t emen t s  -- -- 
a l s o  denote t he  r e l a t i v e  posi t ions  of var iab les  i n  t h e  da t a  t r e e ,  t h a t  
i s ,  which GROUP is above which RECORD. For var iab les  below t h e  l eve l  of 
FILE, d a t a  declarat ion statements may give r epe t i t i on  counts, with t he  
option of  leaving them unspecified. For FILES they give optional 
information about ex te rna l  devices, and f o r  FIELDS they give da ta  types 
and other  da t a  a t t r i b u t e s .  
5 .3 .1  TWO TYPES OF DATA DECLARATION SYNTAX 
MODEL has two d i f f e r en t  ways of expressing t h e  in te r re la t ionsh ips  
between var iab les  i n  t he  da ta  t r e e .  Figure 5 .2  ( a  and b )  expresses ,the 
da t a  dec la ra t ion  of t h e  spec i f ica t ion  EXAMPLE, which was introduced i n  
chapter 3 ,  i n  t e r n  of both types of syntax, so t h a t  you can compare 
them. In most respects, the  f i r s t  and second forms of MODEL da ta  
declarat ion syntax are used iden t i ca l ly .  In  e i t h e r ,  you have the  same 
options f o r  describing FILES (SAM versus ISAM), s tor ing  da ta  on ex te rna l  
devices, specifying r epe t i t i on  count information, declar ing several  
var iab les  together ,  o r  choosing FIELD da ta  types.  These aspects  of da ta  
dec la ra t ion  i n  MODEL w i l l  be described l a t e r  i n  t h i s  chapter.  The 
differences  between the  f i r s t  and second forms of MODEL da ta  declarat ion 
w i l l  be described below. 
SCORE I S  FILE ( TEST-SCORE ( 3 ) ); 
TEST-SCORE IS  RECORD ( STUDENT ( 12 ) ); 
STUDENT IS  FIELD (PIC '99 '  ); 
STAT I S  PILE ( TEST-STAT ( 3 ) ) ; 
TEST-STAT IS  RECORD (MEAN-TEST, STD-TEST); 
(MEAN-TEST,STD-TEST) I S  FIELD (PIC 'ZZZ9V.9999' ); 
INT I S  FILE ( I-TEST ( 3 ) ); 
INT-TEST IS  GROUP (M-TEST ( 12  ), S-TEST ( 12 ) ); 
( M-TEST, S-TEST ) I S  FIELD ( PIC ' 9999V. 9999 ' ) ; 
( a )  The S p e c i f i c a t i o n  EXAMPLE Declared wi th  t h e  F i r s t  Syntax 
1 SCORE I S  FILE, 
2 TEST-SCORE( 3 ) IS  RECORD, 
3 STUDENT(12) I S  FIELD (PIC ' 99 '  ); 
1 STAT I S  FILE, 
2 TEST-STAT( 3 ) I S  RECORD, 
3 ( MEANTEST, STDTEST ) I S  FIELD ( PIC ' ZZZ9V. 9999 ' ); 
1 INT I S  FILE, 
2 INT-TEST( 3 ) IS GROUP, 
3 (MJEST, S-TEST)( 12 ) I S  FIELD (PIC '9999V. 9999' ); 
( b )  The S p e c i f i c a t i o n  E-LE Declared wi th  t h e  Second Syntax 
Figure  5.2 
A l t e r n a t e  Forms o f  D a t a  Dec la ra t ion  f o r  t h e  S p e c i f i c a t i o n  Example 
The first type o f  syn tax  a l l o w s  m o r e  freedom i n  t h e  o r d e r  o f  
d e c l a r a t i o n  o f  v a r i a b l e s .  I n  t h e  f i r s t  type o f  syn tax  (shown i n  Figure 
5.3), t h e r e  is one d a t a  d e c l a r a t i o n  s ta tement  f o r  each v a r i a b l e .  The 
immediate descendents  o f  a v a r i a b l e  at  a p a r t i c u l a r  l e v e l  o f  the d a t a  
tree are also i d e n t i f i e d ,  w i th  r e p e t i t i o n  coun t s ,  i n  t h e  s ta tement  
d e c l a r i n g  t h e i r  pa ren t  v a r i a b l e .  Th i s  does  not  apply  t o  t h e  d e c l a r a t i o n  
s t a t e m e n t s  o f  FIELD v a r i a b l e s ,  s i n c e  FIELDS have no descendents  i n  t h e  
d a t a  tree. Otherwise t h e  d e c l a r a t i o n  s t a t emen t s  f o r  v a r i a b l e s  at  
d i f f e r e n t  l e v e l s  o f  t h e  d a t a  tree are s i m i l a r .  (Because t h e  semi-colons 
act as d e l i m i t e r s ,  i f  you wanted t o ,  you could  p l a c e  t h e  d a t a  
d e c l a r a t i o n  s t a t emen t s  f o r  s e v e r a l  variables on t h e  same l i n e . )  
< d a t a  d e c l a r a t i o n  s t a t e m e n t >  ::= < v a r i a b l e >  [<IS>] < v a r i a b l e  level? 
< v a r i a b l e  argument > ; 
2 < v a r i a b l e >  ::= (<name> [ ,  <name>]*)  I <name> 
3 <name> : := < c h a r a c t e r >  [ < c h a r a c t e r >  I < d i g i t s ] *  
2 <IS> : : = I S  : ARE 1 = 
2 c v a r i a b l e - l e v e l >  : := <FILE> I <GROUP> 1 <RECORD> <FIELD> 
2 <var iab le-arguments>  ::= <FILE argument, <descendents>  
[ ( ] < d a t a  t y p e  d e f i n i t i o n > [  ) ]  
3 <descenden t s>  : : = ( <name> [ ( c r e p e t i t i o n  count  > ) ]  [ , <name> 
[ (  c r e p e t i t i o n  c o u n t > ) ] ] * )  
4 < r e p e t i t i o n  coun t>  ::= * <number occurrance ,  I 
<min occu r rance>  : cmax occur rance>  
5 <number occurrance ,  ::= <unsigned i n t e g e r ,  
5 cmin occu r rance>  ::= <unsigned i n t e g e r >  
5 < m a x  occurrance ,  : : = tunsigned i n t e g e r ,  
Syntax  o f  t h e  F i r s t  Type o f  D a t a  Dec la ra t ion  Statement  
Double d e c l a r a t i o n  h e l p s  t o  make t h e  r e l a t i o n s h i p s  between 
v a r i a b l e s  clearer t h a n  i n  t h e  second t y p e  of s y n t a x  and a l l o w s  d a t a  
d e c l a r a t i o n  s t a t e m e n t s  t o  be p resen ted  i n  an arbitrary o r d e r .  T h i s  is 
c o n s i s t e n t  w i t h  the nonprocedural  ph i losphy o f  t h e  MODEL language.  
The re fo re  t h e  remainder o f  t h i s  Chapter ,  a f t e r  this  s e c t i o n ,  w i l l  focus 
on t h e  u s e  o f  t h e  f i r s t  type o f  syn tax .  The c o s t  o f  t h i s  k ind  o f  s y n t a x  
is t h a t  it r e q u i r e s  v a r i a b l e  names below t h e  l e v e l  o f  FILE t o  be typed 
i n  tw ice ,  once i n  t h e i r  own d e c l a r a t i o n ,  and once i n  t h e  d e c l a r a t i o n  o f  
t h e i r  p a r e n t  i n  t h e  data tree. 
The second t y p e  o f  syn tax ,  shown i n  F i g u r e  5.4,  is less f l e x i b l e  
b u t  more terse. ( I t  resembles  d a t a  d e s c r i p t i o n  i n  PL/1 o r  COBOL.) In  
t h i s  t y p e  o f  syn tax ,  t h e  s t r u c t u r e  o f  t h e  whole d a t a  tree is d e s c r i b e d  
i n  a s i n g l e  s t a t emen t  ending  w i t h  a semi-colon. Each v a r i a b l e  is 
d e c l a r e d  o n l y  once w i t h i n  t h e  s t a t e m e n t ,  w i t h  t h e  d e c l a r a t i o n  d e l i m i t e d  
by commas. The r e p e t i t i o n  count  o f  each  v a r i a b l e  is t h e r e f o r e  g iven  as 
par t  of t h e  d e c l a r a t i o n  o f  the v a r i a b l e ,  r a t h e r  t h a n  as p a r t  o f  t h e  
d e c l a r a t i o n  o f  its p a r e n t .  
1 <data  declarat ion statement, ::= < l e v e l  number> <var iab le>  [ ( < r e p e t i t i o n  
count > ) ] [ <IS > ] <var iable  leve l>  
[ <FILE argument > ] 
[ [ (  ] <da ta  type de f in i t i on>[  ) ]  ] 
[, < l e v e l  number> <var iab le>  
[ (  crepe t i t ion  countt ,  ) ]  [ < I S > ]  
t variable  leve 1 > 
[ [ (  ] <da ta  type de f in i t i on>  [ )) ] 1%; 
2 < l e v e l  number, ::= tunsigned in teger>  
Figure 5.4 
Syntax of t h e  Second Type of D a t a  Declaration Statement 
V a r i a b l e s  are ordered depth f i r s t ,  l e f t  t o  r i gh t .  This means tha t  
each var iab le  t o  be declared is positioned i n  t he  statement so  t h a t  it 
is before t h e  var iables  it is above i n  t he  da ta  t r e e  and a f t e r  the  
var iables  it is below. In general, t h e  c loser  a var iable  is t o  the 
beginning of t h e  statement, t he  c loser  it is t o  the  t op  of t he  data  
tree, and the  c lo se r  t o  the  end, the  c loser  t o  the  bottom. To c l ea r  up 
ambiguities about whether severa l  var iables  a r e  immediately below the  
same parent o r  whether a var iab le  is a t  the  bottom of one branch o r  a t  
the  t op  of t he  next, t he  declarat ion of each var iab le  starts with a 
l eve l  number which describes the  depth at which the  var iable  occurs i n  . 
the  tree. The top  name i n  a d a t a  t r e e ,  which is a FILE, unless t h e  tree 
is an inter im da t a  s t ruc tu re ,  must be given a l eve l  number of 1. It - 
must a l s o  have a r epe t i t i on  count of 1. Several var iables  can have the  
same l e v e l  number i f  they have the  same parent var iab les ,  o r  i f  they had 
d i f f e r en t  parents  a t  t he  same depth i n t o  t he  t r e e  ( s e e  Figure 5 .2  (b)). 
MODEL allows you t o  have large o r  small increments ( i n  in tegers )  
between successive leve ls  of t he  da ta  t r e e .  I t  a l so  allows you t o  use 
d i f f e r en t  l e v e l  numbers f o r  var iables  at t h e  same depth i n t o  t he  t r e e ,  
a s  long as these  numbers are not higher than any of t he  numbers used on 
the  next l e v e l  down o r  lower than any used on the  next l eve l  up. This 
means t h a t  t he  MODEL system is to l e ran t  of user e r r o r s .  However using 
non-consecutive numbering f o r  your var iables  is not recommended, because 
it w i l l  make it more d i f f i c u l t  f o r  you t o  keep t rack  of them. 
You may u s e  b o t h  syn taxes  o f  d a t a  d e c l a r a t i o n  i n  t h e  d e s c r i p t i o n  o f  
a s i n g l e  FILE as long as you swi t ch  from t h e  f i r s t  form o f  syn tax  t o  the 
second,  as i n  
RICK I S  FILE (JASMINE); 
1 JASMINE IS RECORD, 
2  CAROL ( 2 )  IS FIELD ( P I C  '99V.99'); 
T h i s  form o f  mixing syn tax  is l i m i t i n g  because  the f i r s t  v a r i a b l e  
d e c l a r e d  i n  t h e  second s y n t a x  must have a r e p e t i t i o n .  count  o f  1. I t  
also must be g iven  a 1 as i t ' s  l e v e l  number. Switching i n  t h e  o p p o s i t e  
d i r e c t i o n  i n  t h e  d e c l a r a t i o n  o f  a s i n g l e  FILE is no t  a l lowed.  However, 
t h e r e  is no problem i n  d e c l a r i n g  d i f f e r e n t  FILES i n  the same 
s p e c i f i c a t i o n  us ing  d i f f e r e n t  forms o f  syn tax .  
Some a d d i t i o n a l  p i e c e s  o f  i n fo rma t ion  about  e i t h e r  s y n t a x  o f  MODEL 
data d e c l a r a t i o n  w i l l  g i v e  you a d d i t i o n a l  f l e x i b l i t y  i n  d e s c r i b i n g  your 
d a t a  o r g a n i z a t i o n .  I£ a v a r i a b l e  h a s  a r e p e t i t i o n  count  o f  1, t h e n  a 
r e p e t i t i o n  count  number does  no t  have t o  be inc luded  f o r  that v a r i a b l e .  
You a l s o  have  t h e  o p t i o n  o f  l e a v i n g  t h e  range  o f  a s u b s c r i p t e d  v a r i a b l e  
u n s p e c i f i e d  at t h e  t ime  o f  d a t a  d e c l a r a t i o n ,  as w i l l  be described i n  
S e c t i o n  5.3.3. F i n a l l y ,  i n i t i a l  i n d e n t i n g  o f  l i n e s ,  as shown i n  F igure  
5.2,  is  no t  neces sa ry ,  b u t  can  probably  h e l p  you keep  better t r a c k  of 
t h e  relationships between your  v a r i a b l e s .  
5 .3.2 SHORTCUTS I N  DECLARATION OF DATA STRUCrURES 
If you want t o  i n c l u d e  t h e  same d a t a  s t r u c t u r e  i n  two o r  more 
s e p a r a t e  FILES, t h e n  d a t a  d e c l a r a t i o n  i n  MODEL a l l o w s  you t o  d e c l a r e  
t h a t  redundant  data s t r u c t u r e  o n l y  once. For  example, you can declare 
two o r  more FILES i n  one s t a t emen t ,  as i n :  
(MICKEY, PLUTO) ARE FILES ( DONALD ( 3 ), DAISY ( 4 )  ); 
You show that two or more FILES are declared t o g e t h e r  by e n c l o s i n g  t h e  
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names o f  t h e  FILES i n  pa ren theses ,  s e p a r a t e d  by commas. The GROUPS 
DONALD and DAISY and t h e  o t h e r  c h i l d  v a r i a b l e s  below them t h e n  need t o  
be d e c l a r e d  on ly  once, and t h e y  w i l l  s t i l l  be made p a r t  o f  b o t h  FILES, 
w i th  the same names, r e p e t i t i o n  coun t s ,  and o t h e r  arguments.  
The advantage o f  u s i n g  t h i s  s h o r t c u t  is t h a t  you have t o  d e s c r i b e  a 
p a r t i c u l a r  complex d a t a  FILE s t r u c t u r e  o n l y  once,  a l though you can use  
it a g a i n  as p a r t  o f  a d i f f e r e n t  FILE. (Because two FILES have t h e  same 
data s t r u c t u r e  does  n o t  mean t h a t  t h e y  need t o  c o n t a i n  t h e  same data.) 
The d i f f i c u l t y  is t h a t  you c r e a t e  s e v e r a l  v a r i a b l e s  w i t h  t h e  same name, 
which c a u s e s  ambigui ty.  Back i n  S e c t i o n  4.6,  w e  desc r ibed  how v a r i a b l e s  
w i th  t h e  same names from d i f f e r e n t  FILES must be d i s t i n g u i s h e d  later i n  
a s s e r t i o n  s t a t e m e n t s  by g i v i n g  them a p r e f i x  o f  t h e  name o f  t h e i r  p a r e n t  
f i le ,  f o r  example, MICKEY.DONALD and PLUTO.DONALD.) T h e r e ' s  no real 
problem as long  as you d o n ' t  t r y  t o  p u t  more t h a n  one v a r i a b l e  w i t h  t h e  
same name i n  t h e  same FILE. 
You may a l s o  f i n d  it u s e f u l  t o  d e l i n e a t e  t h e  same d a t a  s t r u c t u r e  as 
p a r t  o f  two o r  more d i f f e r e n t  FILES, wi thout  having  the whole FILES be 
the same. You can  do  t h i s  by naming the same v a r i a b l e  or v a r i a b l e s  as 
d e s c e n d e n t ( s )  o f  v a r i a b l e s  from t h e  d i f f e r e n t  FILES. This is e a s y  t o  do 
i n  t h e  f i r s t  form o f  MODEL d a t a  d e c l a r a t i o n  s y n t a x  ( imposs ib le  i n  t h e  
second) ,  because  t h e  immediate descendents  o f  a v a r i a b l e  are l i s t e d  a t  
t h e  same time a v a r i a b l e  is declared. A s  an example, suppose G 3  and H 2  
are GROUPS i n  d i f f e r e n t  FILES F1 and F2, and you wish them bo th  t o  
i n c l u d e  the GROUPS ABLE and BAKER. To do  t h i s  you could  w r i t e  
F1  IS FILE (Gl, G2, G 3  ); 
G3 I S  GROZTP ( ABLE, BAKER ) ; 
ABLE IS GROUP ( CAT, DOG); 
BAKER IS GROUP (BIRD, FISH); 
t o  d e s c r i b e  the f i r s t  FILE F1. Elsewhere i n  t h e  s p e c i f i c a t i o n  you could  
write 
F2 IS FILE ( H l ,  HZ, K 3 ) ;  
t o  describe the second FILE F2. When you do  t h i s ,  t h e  tree s t r u c t u r e s  
ABLE and BAKER described i n  FILE F1, w i l l  be inc luded  i n  FILE F2 wi thou t  
having  t o  declare them a second time. The same t h i n g  cou ld  be done i f  
FILE P1 w e r e  w r i t t e n  i n  t h e  second form o f  MODEL syn tax ,  as fo l lows :  
1 F1 IS FILE, 
2 G3 GROUP, 
3 ABLE IS CROUP, 
3 BAKER IS GROUP, 
I n  either case, you w i l l  need t o  u s e  FILE name p r e f i x e s  i n  your  
a s s e r t i o n s  t o  disambiguate  t h e  sha red  v a r i a b l e  names. 
You c a n  also create p a r a l l e l  FIELD v a r i a b l e s  of t h e  same data t y p e  
and l e n g t h  i n  t h e  same d e c l a r a t i o n ,  as i n :  
( CASPER, WENDY ) NIE FIELDS ( P I C  ' ZZ9V. 99 ' ); 
T h e i r  names w i l l  be s u f f i c i e n t  t o  d i s t i n g u i s h  t h e m  from each other, 
w i t h i n  a s i n g l e  FILE. (You could  ach ieve  the same effect j u s t  as e a s i l y  
u s ing  s u b s c r i p t s ,  that is, d e c l a r i n g  CASPER(I), w i t h  I hav ing  a range  of 
two.) However, you c a n ' t  declare m u l t i p l e  RECORDS o r  GROUPS at one t i m e .  
That's because  t h e  data s t r u c t u r e s  under these RECORDS o r  GROUPS w i l l  be 
made the  same, i n c l u d i n g  the names of FIELD v a r i a b l e s .  Y o u ' l l  end up 
having  t w o  FIELDS w i t h  the same name i n  the  same FILE, one under  each 
RECORD, so that  you c a n ' t  u se  the name o f  the p a r e n t  FILE as a p r e f i x  t o  
d isambiguate  t h e m .  So, i f  you w r i t e  a n  a s s e r t i o n  s t a t emen t  d e f i n i n g  a 
v a l u e  f o r  one of these FIELDS, it w i l l  be u n c l e a r  which one you meant. 
5.3.3 DECLARING REPETITION COUNTS AND OPTIONAL DATA STRUCTURES 
I n  MODEL d a t a  d e c l a r a t i o n  you have four  opt ions  f o r  expressing t h e  
r e p e t i t i o n  counts of  GROUPS, RECORDS, and FIELDS. These op t ions  apply 
equa l ly  w e l l  t o  d a t a  d e c l a r a t i o n  using e i t h e r  of t h e  syntaxes w e  
d iscussed previously.  ( Remember  t h a t  i n  t h e  f i r s t  syntax,  r e p e t i t i o n  
count information is given as p a r t  of  t h e  d e c l a r a t i o n  o f  t h e  immediate 
parent  o f  a p a r t i c u l a r  v a r i a b l e ,  while i n  t h e  second syntax it is given 
as p a r t  of  t h e  d e c l a r a t i o n  o f  t h e  v a r i a b l e  i t s e l f .  ) These op t ions  are as 
follows : 
1) I f  a v a r i a b l e  has  only  one r e p e t i t i o n ,  then you can omit t h e  
r e p e t i t i o n  count a l t o g e t h e r .  
2 )  I f  you know how many r e p e t i t i o n s  a p a r t i c u l a r  v a r i a b l e  w i l l  have, 
then you can e n t e r  t h a t  number as t h e  r e p e t i t i o n  count d i r e c t l y .  So, t o  
i n d i c a t e  how many STUDENT FIELDS t h e r e  were f o r  each TEST-SCORE RECORD 
i n  the data d e c l a r a t i o n  o f  t h e  s p e c i f i c a t i o n  EXAMPLE given i n  Figure 
5.2, w e  wrote 
TEST-SCORE IS RECORD ( STUDENT ( 12 ) ) ; 
using t h e  f i r s t  syntax o r  
3 STUDENT( 1 2  ) IS FIELD ( P I C  ' 99 ' ); 
using t h e  second. 
3 )  I f  you ' re  t o t a l l y  unsure how many r e p e t i t i o n s  a p a r t i c u l a r  v a r i a b l e  
w i l l  have, then  you can use an a s t e r i s k  i n  p lace  of  a number f o r  t h e  
r e p e t i t  i o n  count,  as i n  
DEPT IS FILE (PRODUCT ( * ), EMPLOYEE ( * ) ); 
Whenever you use  an a s t e r i s k  i n  p lace  of  a r e p e t i t i o n  count,  then t h e  
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MODEL system w i l l  try t o  optimize t h e  use of memory space. If 
optimization is not possible  and a l l  t h e  r epe t i t i ons  of a va r i ab l e  have 
t o  be i n  memory, then space is d i r e ~ z l y  ava i lab le  f o r  up t o  9999 
r epe t i t i ons .  You w i l l  then ge t  a warning message i n  your e r r o r  repor t .  
Giving more s p e c i f i c  information, i f  you know it, w i l l  save space, and 
w i l l  allow higher r epe t i t i on  counts. 
4 )  You can a l s o  e n t e r  a minimum-maximum range on t h e  number of expected 
r epe t i t i ons  of a var iab le ,  i f  you have some knowledge of what the  da t a  
w i l l  look like. This method may be your bes t  compromise i n  saving 
space. An example of using a r epe t i t i on  range, (modifying the  above) 
would be 
DEPT IS FILE (PRODUCT(1:8), EMPLOYEE(4:g)); 
An example of a s ing l e  statement i l l u s t r a t i n g  a l l  t h e  above options fo r  
expressing repet  it ion count is 
If you decide t o  use e i t h e r  an a s t e r i s k  o r  a minimum-maximum range 
when declar ing t h e  r e p e t i t i o n  count of a var iab le ,  you must be sure  t h a t  
your spec i f i ca t i on  and da t a  provide an a l t e r n a t i v e  informat ion source t o  
t h e  MODEL compiler f o r  specifying t h a t  v a r i a b l e ' s  range. Examples of 
such sources of information might be ENDFILE markers, range propagation, 
o r  con t ro l  va r i ab l e s  with a SIZE o r  END pref ix .  See Sections 7 . 3 ,  8 . 2  
and 8.3 f o r  de t a i l ed  discussion of these  options.  
When you use an a s t e r i s k  o r  give a r e p e t i t i o n  range whose minimum 
is 0, you are defining a p a r t i c u l a r  op t iona l  d a t a  s t ruc tu re .  This means 
t h a t  the relevant  var iab le  and a l l  its c h i l d  var iab les  ( i f  it is not a 
FIEIJ)) may or may not exist as p a r t  of t h e  da t a  tree, depending on t h e  
SOURCE da ta .  
MARX-BROTHERS IS GROUP ( GROUCHO, CHICO, -0, ZEPPO ( 0: 5 ) ) ; 
For example, i n  - the above SOURCE FILE d e c l a r a t i o n  s t a t emen t  d e c l a r i n g  
t h e  FIELD descendents  o f  a GROUP, i f  o n l y  t h r e e  FIELDS are inc luded  i n  
t h e  SOURCE d a t a ,  t h e n  ZEPPO w i l l  l e f t  o u t  o f  t h e  MARX-BROTIERS. 
5.3.4 DECLARING INTERIM DATA STRUCTURES 
You may f i n d  it u s e f u l  t o  d e c l a r e  i n t e r i m  d a t a  s t r u c t u r e s  i n  t w o  
s i t u a t i o n s .  The f i r s t  is i f  it is d i f f i c u l t  f o r  you to d i r e c t l y  d e f i n e  
TARGET FILE v a r i a b l e s  i n  terms o f  SOURCE FILE v a r i a b l e s  i n  a s i n g l e  
exp res s ion .  For example, i n  t h e  sample s p e c i f i c a t i o n  in t roduced  i n  
Chapter  3 ( F i g u r e  3 . 1 ) ,  i n  o r d e r  t o  c a l c u l a t e  s t a n d a r d  d e v i a t i o n s ,  w e  
had t o  add up t h e  squared  d i f f e r e n c e s  o f  each  s t u d e n t ' s  t es t  s c o r e  from 
t h e  mean o f  t h e  s c o r e s  on t h a t  test. Then w e  had t o  t a k e  t h e  mean o f  
t h e s e  squared  d i f f e r e n c e s  and f i n d  its squa re  r o o t  ( t h e  r e l e v a n t  
a s s e r t i o n s  are shown b e l o w  ) . 
S-TEST(1, J) = IF J > 1 
THEN S-TEST( I ,  J-1) + ((STUDENT( I ,  J) - MEAN-TEST( I ) ) * * ' Z )  
ELSE ((STUDENT(1,J) - MEAN+TEST(I))**Z); 
T h i s  would have been d i f f i c u l t  t o  do i n  one a s s e r t i o n ,  b u t  it w a s  
easy t o  d o  i n  t w o  u s ing  t h e  i n t e r i m  d a t a  s t r u c t u r e  b e l o w .  
1 INT I S  FILE, 
2 INT-TEST(3) IS GROUP, 
3 ( M-TEST, S-TEST )( 12 ) I S  FIELD ( PIC ' 9999V. 9999 ' ) ; 
W e  de f ined  t h e  accumulat ing sums o f  t h e  squared d i f f e r e n c e s  as equa l  t o  
t h e  i n t e r i m  FIELD S-TEST(1,J). W e  w e r e  t h e n  able t o  u s e  t h e  i n t e r i m  
to ta l  t o  d i r e c t l y  d e f i n e  t h e  v a l u e  o f  t h e  TARGET FILE v a r i a b l e .  
The second s i t u a t i o n  when you would want t o  declare a n  i n t e r i m  d a t a  
s t r u c t u r e  is as a convenience.  You can  d e f i n e  an i n t e r i m  v a r i a b l e  as 
e q u a l i n g  a complex or cumbersome expres s ion  t h a t  would appear  i n  s e v e r a l  
a s s e r t i o n  s t a t e m e n t s .  I n s t e a d  of t y p i n g  t h e  exp res s ion  o v e r  and o v e r ,  
you can  t h e n  u s e  t h e  i n t e r i m  v a r i a b l e  name t o  s t a n d  f o r  it. 
I n  MODEL i n t e r i m  GROUP, RECORD, o r  FIELD v a r i a b l e s ,  do n o t  need t o  
be d e c l a r e d  as p a r t  o f  FILES and may be d e c l a r e d  s e p a r a t e l y .  Also 
i n t e r i m  GROUPS and FIELDS do not  need t o  be declared as part o f  RECORDS. 
(me MODEL system w i l l  f i l l  i n  the h ighe r  l e v e l s  o f  these l n t e r l m  data 
s t r u c t u r e s  a u t o m a t i c a l l y . )  However, t h e  t o p  l e v e l  o f  an  i n t e r i m  d a t a  
s t r u c t u r e ,  l i k e  a FILE, must have  a r e p e t i t i o n  count  of one. Also i f  
your  i n t e r i m  data s t r u c t u r e  is d e c l a r e d  us ing  t h e  second form o f  data 
d e c l a r a t i o n  syn tax ,  t h e n  t h e  t o p  l e v e l  must be g iven  a l e v e l  number o f  1 
as i n  t h e  above example. 
5 - 4  FIT2 DECLARATION STATEMENTS 
A l l  e x t e r n a l  d a t a  must be declared as p a r t  of SOURCE o r  TARGET 
FILES. SOURCE, TARGET, and i n t e r i m  FILES are a l l  d e c l a r e d  t h e  same w a y .  
Figure  5.5 shows t h e  s y n t a x  f o r  FILE d e c l a r a t i o n  us ing  t h e  f i r s t  t y p e  o f  
MODEL s y n t a x  (demonst ra ted  i n  F i g u r e  5 . 2  ( a )  ) . I n  t h i s  form o f  syn tax ,  
t h e  names and r e p e t i t i o n  coun t s  o f  the immediate descendents  o f  t h e  FILE 
are listed i n  t h e  FILE d e c l a r a t i o n  s t a t e m e n t ,  a s  i n  
FQPEYE IS FILE (BLUT0( 2 ), OLIVE(3 ) ); 
A PILE d e c l a r a t i o n  s t a t emen t  a l s o  g i v e s  t h e  name of t h e  FILE and 
o p t i o n a l l y  d e s c r i b e s  t h e  FILE'S o r g a n i z a t i o n .  A FILE'S o r g a n i z a t i o n  
refers t o  whether  t h e  FILE u s e s  a s e q u e n t i a l  access method ( S A M )  or an 
index  s e q u e n t i a l  access method (ISAM) u s i n g  KEYS. KEYS i n  ISAM FILES 
act like c a t o l o g u e  numbers i n  a library which a l l o w  p a r t i c u l a r  books t o  
be found wi thou t  hav ing  t o  s e a r c h  through a l l  t h e  s h e l v e s  ( s e e  below).  
A l t e r n a t i v e l y  w i t h  SAM FILES, t h e  computer h a s  t o  s e a r c h  from the 
beginning  o f  t h e  FILE, RECORD by RECORD, u n t i l  t h e  a p p r o p r i a t e  RECORD is 
found. 
1 <FILE d e c l a r a t i o n  s t a t emen t>  ::= < v a r i a b l e >  [ < I S > ]  <FILE> 
<FILE argument > ; 
2 <FILE> ::= FILE FILES 
2 <FILE argument> ::= <descendents>  [<FILE d e s c r i p t i o n > ]  
[ < s t o r a g e  d e s c r i p t i o n > ]  
3 (FILE d e s c r i p t i o n >  ::= [STORAGE [NAME] [ < I S > ]  <name>] [KEY [<FILE 
name>] [ < I S > ]  <FIELD name>] 
3 < s t o r a g e  d e s c r i p t i o n ,  ::= [DEVICE [ < I S > ]  DISK] [ORGCANIZATION] 
[ < I S > ]  SAM I SEQUENTIAL I ISAM I 
INDEX-SEQUENTIAL] 
F igu re  5.5 
Syntax of  t h e  FILE Dec la ra t ion  Statement  
F i g u r e  5 . 6  p r e s e n t s  a s p e c i f i c a t i o n  us ing  t h e  keyed ISAM FILE 
GINGER as b o t h  SOURCE and TARGET. T h i s  s p e c i f i c a t i o n  is d e s c r i b e d  In 
d e t a i l  o v e r  t h e  nex t  several paragraphs  t o  e x p l a i n  how KEYS and ISAM 
FILES are used.  The s p e c i f i c a t i o n  c o n t a i n s  two FILE d e c l a r a t i o n s  and 
t w o  a s s e r t i o n s .  The ISAM FILE GINGER is d e c l a r e d  us ing  t h e  fo l lowing  
s t a t emen t  : 
GINGER I S  FILE (MRS-HOWELL) KEY I S  MINNOW ORG I S  ISAM; 
T h i s  s t a t e m e n t  says t h a t  t h e  FILE GINGER is d e c l a r e d  t o  have a n  index  
s e q u e n t i a l  o r g a n i z a t i o n ,  and t h a t  it c o n t a i n s  a set o f  RECORDS named 
=-HOWELL, each  c o n t a i n i n g  an  i d e n t i f y i n g  KEY FIELD c a l l e d  MINNOW. 
Only one RECORD v a r i a b l e  may be d e c l a r e d  i n  a n  ISAM FILE like GINGER, 
and it must have  a r e p e t i t i o n  count  o f  one. (The r eason  why is 
exp la ined  be low.)  The RECORD variable =HOWELL i n  t h e  ISAM FILE GINGER 
is d e c l a r e d  t o  c o n t a i n  two FIELDS: t h e  KEY FIELD MINNOW and a second 
FIELD c a l l e d  PROFESSOR which h o l d s  d a t a .  
MODULE: GILLIGAN;  
SOURCE: SKIPPER,GINGER;  
TARGET : GINGER; 
S K I P P E R  IS F I L E  ( MARY-ANN); 
MARY-ANN IS RECORD ( MR_HOWEU( * ) ) ; 
MR-HOWELL IS F I E L D  ( P I C  ' 9 ' ) ; 
GINGER IS F I L E  (MFS-HOWELL) KEY IS MINNOW ORG IS ISAM; 
KFS-HOWELL 15 RECORD ( PROFESSOR, MINNOW ) ; 
PROFESSOR IS F I E L D  ( P I C  '299 ' ) ; 
MINNOW IS F I E L D  ( P I C  ' 9 * ); 
I IS SUBSCRIPT; 
POINTER.  MRs-HOWEZL( I ) = R H O W E L L (  I ) ; 
NEW. PROFESSOR( I ) = OLD. PROFESSOR( I ) + 2 : 
Figure 5 . 2  
U s i n g  the ISAM F I L E  GINGER as both SOURCE and TARGET 
KEYS are o p t i o n a l  ( a n d  i n f r e q u e n t )  i n  the declaration of SAM P I L E S ,  
but mandatory i n  the declaration of ISAM F I L E S  l ike GINGER. The c o n t e n t  
of a KEY F I E L D  like MINNOW is a number or a l p h a n u m e r i c  w h i c h  u n i q u e l y  
i d e n t i f i e s  each keyed RECORD i n  the  F I L E .  ( K e y e d  RECORDS i n  SAM F I L E S  
must be presorted i n  ascending order a c c o r d i n g  t o  their  KEY v a l u e s . )  
E a c h  RECORD i n  a keyed F I L E  m u s t  be declared t o  have one ICEY w i t h  fixed 
posi t ion.  This m e a n s  that the number and lengths of the F I E L D S  t o  the 
l e f t  of the  KEY FIELD m u s t  be exactly specified at  the t i m e  of data 
declaration. I n  other w o r d s ,  the F I E L D  PROFESSOR, located t o  the  l e f t  
of the KEY F I E L D  MINNOW, cannot have an unspec i f i ed  l e n g t h .  Th i s  
insures  that the s a m e  F I E L D  is located as the KEY for each RECORD. ( T h e  
number and lengths  of F I E L D S  t o  the  r ight  of each KEY F I E L D ,  i f  any, 
need n o t  be specified i n  data d e c l a r a t i o n . )  A d d i t i o n a l l y ,  you cannot 
have m o r e  than one keyed RECORD variable i n  the s a m e  F I L E ,  and you 
cannot refer t o  keyed RECORDS by n a m e  i n  assertion s t a t e m e n t s .  A l s o ,  
you cannot use the P4EXT.X control variable ( S e c t i o n  8 . 6 )  t o  so r t  keyed 
RECORDS i n t o  GROWS, as you could for unkeyed F I L E S .  
As stated above, keyed ISAM F I L E S  are declared as having only  o n e  
RECORD variable w i t h  no repet i t ion  count.  This does no t  m e a n  that a n  
ISAM PILE m u s t  c o n t a i n  only one RECORD. Instead, the data s t r u c t u r e  for 
the keyed RECORDS of the  ISAM F I L E  is specified i n  an assertion 
s t a t e m e n t  de f in ing  a POINTER control variable ( s e e  Sect ion 8 .8  a n d  
be l o w  ) . Such an assertion m u s t  be part of every specification 
containing a keyed F I L E ,  w h e t h e r  SAM or ISAM. 
An assertion def in ing  a POINTER control variable is used t o  select 
and order certain of the RECORDS f r o m  the keyed F I L E ,  based on a match 
of KEY FIELDS i n  the RECORDS w i t h  POINTER FIELDS f r o m  a separate 
reference F I L E  ( a l s o  called a transaction F I L E ) .  In the case of o u r  
specification, the  reference F I L E ,  n a m e d  SKIPPER,  c o n t a i n s  a vector of 
POINTER FIELDS n a m e d  MR-HOWELL. The POINTER FIELD vector MR_HOWELL(I) 
contains  the same i d e n t i f y i n g  n u m b e r s  used i n  t h e  KEY FIELD MINNOW f r o m  
the ISAM F I L E  GINGER, but  n o t  n e c e s s a r i l y  every one, and n o t  necessarily 
i n  t he  same order. 
When w e  w r i t e  t he  assertion s t a t e m e n t  
POINTER. MRs_HOWELL( I ) = MR-HOWELL( I ) ; 
w e  s h o w  that w e  w a n t  the RECORDS (MRS-HOWELL) of the keyed F I L E  t o  be 
given the same data s t r u c t u r e  as the  POINTER FIELDS MR-HOWELL f r o m  the 
FILE SKIPPER.  The RECORDS of the ISAM F I L E  w i l l  be ordered, by matching 
KEY to  POINTER, so tha t  they are i n  the s a m e  order as the POINTERS. The 
RECORDS (MRS-HOWEU(1))  of the keyed F I L E  GINGER w i l l  also be organized 
as a vector, because t h i s  is the organization of the POINTER FIELD 
MR-HOWELL( I ) . 
We then use the assertion 
NEW. PROFESSOR( I ) = OLD. PROFESSOR( I ) + 2 ; 
t o  s h o w  that w e  w i s h  t o  redefine the value of the FIELD PROFESSOR 
contained i n  the RECORDS w h o s e  KEYS w e r e  listed i n  MR-HOWELL(1). 
0LD.PROFESSOR indicates the o r ig ina l  value of the FIELD PROFESSOR 
obtained f r o m  the or ig ina l  ( SOURCE ) F I L E  GINGER. NEW. PROFESSOR 
indicates the value of the FIELD after updating. ( T h e  use of the 
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p r e f i x e s  OLD and NEW is exp la ined  i n  S e c t i o n  4 .6 .  ) Only t h o s e  RECORDS 
c o n t a i n i n g  KIEYS corresponding  t o  t h e  POINTERS from t h e  r e f e r e n c e  FILE 
SKIPPER w i l l  be updated b e f o r e  be ing  p laced  i n  ISAM TARGET FILE GINGER. 
RECORDS c o n t a i n i n g  a KEY FIELD f o r  which t h e r e  is no cor responding  
POINTER w i l l  n o t  be updated b e f o r e  be ing  e n t e r e d  i n t o  the TARGET FILE. 
(Without  a n  a s s e r t i o n  t o  t h e  c o n t r a r y ,  t h e  MODEL compi le r  assumes t h a t  
t h e  v a l u e  o f  t h e  KEY FIELD MINNOW i n  SOLJRCE FILE GINGER and TARGET FILE 
GINGER w i l l  be t h e  same.) 
The r e s u l t  is t h a t ,  by d e f i n i n g  the a p p r o p r i a t e  set of POINTERS,  
you can  create a TARGET FILE containing a subset o f  updated RECORDS from 
an  I S A M  SOURCE FILE, reordered  any way you choose, i n  any number of 
dimensions,  s o  t h a t  r e f e r e n c i n g  p a r t i c u l a r  RECORDS w i l l  be made e a s y .  
The f l e x i b i l i t y  and speed o f  a c c e s s i n g  RECORDS i n  keyed FILES is 
counterba lanced  by t h e  g r e a t e r  e f f o r t  r equ i r ed  on your  p a r t  t o  set them 
up. Whether t h i s  e f f o r t  is j u s t i f i e d  depends on t h e  p a r t i c u l a r  problem 
you wish t o  s o l v e .  
The < s t o r a g e  d e s c r i p t i o n >  s y n t a x  element  i n  t h e  FILE d e c l a r a t i o n  
s y n t a x  diagram .can be o p t  i o n a l l y  expanded t o  i n c l u d e  more i n f  ormat i o n  
about  e x t e r n a l  devices such  as magnet ic  t a p e .  The s y n t a x  f o r  t h e  
expansion is g iven  i n  F i g u r e  5 .7 ,  a l though t h e  m a j o r i t y  o f  u s e r s  w i l l  
never  need t o  u s e  it. (Disk  s t o r a g e  is t h e  d e f a u l t  c h o i c e  i f  no 
informat ion  about  e x t e r n a l  s t o r a g e  is inc luded  i n  your  FILE d e c l a r a t i o n  
s t a t emen t .  ) I f  t h e  s t o r a g e  d e s c r i p t i o n  s y n t a x  is no t  s e l f - exp lana to ry ,  
a d d i t i o n a l  i n fo rma t ion  may be found i n  t h e  PL/1 Programmer Reference 
Manual. 
1 <storage description, :: = DEVICE [ < I S > ]  CARD ( 
PRINTER [ [ ( I  LINE = c n u m b e r  of positions> [ > I ]  I 
TAPE [ ( ] <tape descr ipt ion > [ ) 1 1 
DISK [ ( ] < d i s k  d e s c r i p t i o n > [ ) ]  I 
TERMINAL [(]UNIT [=I  < u n i t  n u d e r > [ ) ]  : 
PUNCH INT[ERNAL] 
[[, ] M ~ D E L  [=] < m a n u f a c t u r e r  and model, 
[[ , ] SYSTEM [=] <operating s y s t e m >  
2 <tape description> ::= [ [ , I  VOL[UME] [=]  t i n t e r n a l  name>] 
CCfl ~RACI(S C=l 7 1 91 
[ [ , I  PARITY [=]  ODD ( EVEN] 
[ [ , ]  DENSITY [=]  2 0 0  1 556 1 800 1 1600 1 6 2 5 0 1  
[ [ , I  LABEL [=]  IBM-STD I ANSI-STD NONE I 
BYPASS 1 
[ [ , I  ST'ART [=] <FILE sequence on tape>] 
[ [ , I  CODE [ = I  EBCDIC 1 BCD A S C I I ]  
2 <disk description> : :  = [ORG[ANIZATION] [ < I S > ]  SAM 1 SEQUENTIAL I ISAM I 
INDEX-SEQUENTIAL] 
[ , 1 <RECORD f o r m a t  > 
[ [ , I  UNIT [=]  2 3 0 5  1 2 3 1 1  1 2314 1 330 
3330 1 1  
[ [ , 1-C~INDERS [=] < in teger ,  [ , <integer> I* ]  
3 <RECORD f o r m a t >  ::= FORMAT [ < I S > ]  FIXED I VARIABLE 
VARIABLE-SPANNED I UNDEFINED 
[ , I  [MAX-BLOCKSIZE [=] <number pf  bytes> 
[, 1 [MAX-RECORDSIZE [=]  c n u m b e r  of bytes> 
Figure  5.7 
Syntax of Storage D e s c r i p t i o n  
5.5 GROUP AND RECORD DECLARATION STATEMENTS 
GROUPS and RECORDS are the i n t e r m e d i a t e  level of the data tree, 
having a substructures b e l o w  t h e m .  RECORDS are special because they are 
the unit of physical transfer of information b e t w e e n  i n t e r n a l  and 
external data storage. GROUPS are i n t e r m e d i a t e  data s t r u c t u r e s  w h i c h  
are no t  RECORDS. GROUPS can be above or b e l o w  RECORDS i n  the data tree, 
for example 
R3LF IS GROUP (HANS( 3 ) ); I 
HANS IS RECORD ( OTTO( 3 ) ) ; I 
CIAUDIA IS RECORD (ANNA(4)) ;  
ANNA IS GROUP ( URSULA( 2 ) ); 
GROUPS can be above or b e l o w  other GROUPS, for example 
TONY IS GROUP ( MARIA( 2 ) ) ; 
MARIA IS GROUP (BERNARD0( 7 ) ); 
Each FIELD or piece o f  d a t a ,  excep t  f o r  i n t e r i m  FIELDS, must have o n l y  
one RECORD above it i n  t h e  FILE. ( I n t e r i m  FIELDS need no t  be i n  RECORDS 
because  t h e y  are no t  t r a n s f e r r e d  t o  o r  from secondary s t o r a g e . )  However 
t h e  same FIELD can  s imul taneous ly  be a member o f  many GROUPS, one above 
t h e  other, f o r  example 
TONY I S  GROUP ( MARIA( 2 ) ) ; 
MARIA I S  GROUP ( BERNARD0( 7 ) ) ; 
BERNARD3 IS FIELD ( PIC ' 229 ' ); 
The s y n t a x  f o r  d e c l a r i n g  GROUPS and RECORDS is very s i m i l a r  t o  t h a t  
f o r  d e c l a r i n g  FILES. The major d i f f e r e n c e  is t h a t  the <FILE 
d e s c r i p t i o n >  and < s t o r a g e  d e s c r i p t i o n ,  syn tax  e lements  are omi t ted .  
GRDUPS and RECORDS, as demonstrated above, are d e c l a r e d  t h e  same way.  
The s y n t a x  diagram o f  GROUP or RECORD d e c l a r a t i o n  s t a t e m e n t s  is g iven  i n  
F i g u r e  5 .8  
1 (GROW or RECORD d e c l a r a t i o n  s t a t e m e n t >  ::= < V a r i a b l e >  [ < I S > ]  <GROUP> I 
<RECORD> <descendents>;  
2 <GROUP> ::= GROUP(GR0UPSIGRPIGRPS 
2 <RECORD> ::= RECORD~RECORDS~REC~RECS 
F igu re  5 .8  
Syntax o f  t h e  GROUP or RECORD Dec la ra t ion  Statement  
5.6 FIELD DECLARATION STATEMENTS AND DATA TYPES 
FIELDS are t h e  par ts  of t h e  d a t a  tree which h o l d  t h e  v a l u e s  o f  
i n d i v i d u a l  pieces o f  d a t a .  (The v a l u e s  of t h e  FIELDS making up TARGET 
FILES are d e f i n e d  i n  a s s e r t i o n s ,  as exp la ined  i n  t h e  nex t  t w o  c h a p t e r s . )  
Each FIELD c o n t a i n s  a p a r t i c u l a r  k i n d  o f  d a t a ,  as determined by t h e  
FIELD'S d a t a  type. H e r e  w e  w i l l  e x p l a i n  t h e  c h a r a c t e r i s t i c s  o f  each 
d a t a  type and examine how t o  u s e  MODEL s y n t a x  t o  express them. 
FIELDS are d i f f e r e n t  from GROUPS and RECORDS because t h e y  t a k e  no 
descendents ,  s i n c e  t h e y  are at t h e  lowest  l e v e l  o f  t h e  data tree. The 
s y n t a x  diagram o f  t h e  FIELD d e c l a r a t i o n  s t a t emen t  a l s o  c o n t a i n s  a cda ta  
t y p e  d e f i n i t i o n >  s y n t a x  element which is unique to  FIELDS (see Figure 
5 .9 ) .  T h i s  element g i v e s  t h e  FIELD'S data type .  There are s i x  main 
d a t a  t y p e s  which can  be  used i n  MODEL FIELDS: c h a r a c t e r  s t r i n g ,  b i t  
s t r i n q ,  numeric s t r i n g ,  decimal ,  b ina ry , and  p i c t u r e .  The dec imal  and 
b i n a r y  data types f u r t h e r  d i v i d e  i n t o  f i x e d  and f l o a t i n g  sub types .  Each 
of  t h e s e  data t y p e s  w i l l  be exp la ined  i n  t u r n .  
1 (FIELD d e c l a r a t i o n  S ta tement>  : := < v a r i a b l e >  [ < I S > ]  <FIELD> 
[ (  1 < d a t a  t y p e  d e f i n i t i o n >  [ )]; 
2 <FIELD> ::= FIELD~FIELDS~FLDlFLDS 
2 < d a t a  t y p e  d e f i n i t i o n >  ::= < c h a r a c t e r  s t r i n g ,  <bi t  s t r i n g >  : 
<decimal> I < b i n a r y >  < p i c t u r e >  
3 < c h a r a c t e r  s t r i n g ,  ::= CHAR[ACTER] < s t r i n g  format>  
4 < s t r i n g  format>  ::= [ ( I  <no .  o f  e lements>  I <minimum no. o f  
e lements>  : <maximum no. o f  e lements>  [ ) I  
5 <no.  o f  e lements>  ::= tunsigned i n t e g e r >  
5 <minimum no. o f  e lements>  ::= <unsigned i n t e g e r >  
5 <max imum no. o f  e lements>  ::= cunsigned i n t e g e r >  
3 < < b i t  s t r i n g ,  : :=  BIT ( ( 1  <no. o f  e lements>  [ ) I  
3 <numeric s t r i n g >  ::= NUM [ ( I  <no.  o f  e lements ,  [ ) I  
3 <dec imal>  : := DECCIMAL] < f i x e d  format>  I < f l o a t i n g  format:> 
4 < f i x e d  format ,  ::= [FIXCED]] [ ( I  <no.  o f  e lements>  [ ) I  
4 < f l o a t i n 9  format> : := FLOAT [ (  ]  < p r e c i s i o n >  [ ) ]  
5 <precision> ::= cunsigned I n t e g e r >  
3 < b i n a r y >  ::= BINCARY] < f i x e d  format>  I < f l o a t i n g  format>  
3 < p i c t u r e >  : := PICCTURE] ' [ [ (  <no.  o f  repetitions> ) ]  
9 ~ Z i * l Y ~ . ~ , I / ~ B l S i + ~ - ~ $ ~ T I I I R ~ E ! X ~ A  *'  
4 <no.  o f  r e p e t i t i o n s >  ::= <unsigned i n t e g e r >  
F igu re  5 .9  
Syntax o f  t h e  FIELD Dec la ra t ion  Statement  
Fol lowing PL/l,  data t y p e s  used i n  MODEL f a l l  i n t o  two classes, 
p r i n t a b l e  and n o n p r i n t a b l e  . P r i n t a b l e  d a t a  t y p e s ,  t h a t  is, c h a r a c t e r  
s t r i n q ,  numeric s t r i n g ,  and p i c t u r e ,  can  be read as TARGET data i n  t h e  
form o f  conven t iona l  c h a r a c t e r s  and d i g i t s .  They can  a l s o  be e n t e r e d  
t h i s  w a y  as r a w  SOURCE data. ( T h a t ' s  why w e  o n l y  used t h e  p i c t u r e  d a t a  
t y p e  i n  the sample s p e c i f i c a t i o n  EXAMPLE i n  Chapter  3 . )  
On the o t h e r  hand, nonpr in table  data types, '  such as decimal, 
b ina ry ,  and b i t ,  are represented  by t h e  computer i n  a more compact form 
which t a k e s  up less room i n  memory. If you t r y  t o  output  informat ion  i n  
t h i s  form, you w i l l  see w h a t  appears t o  be a mixture o f  random 
c h a r a c t e r s ,  which you won' t  be able t o  read.  Also when e n t e r i n g  r a w  
data, you s h o u l d n ' t  use  nonpr in table  d a t a  t y p e s  i n  your SOURCE FILE 
d e c l a r a t i o n ,  because the system won ' t  be able t o  read it. However, you 
w i l l  still want t o  use t h e s e  data types  f o r  c e r t a i n  a p p l i c a t i o n s ,  such 
as doing many r o u t i n e  c a l c u l a t i o n s ,  because they  can be processed much 
more qu ick ly  .than t h e  p r i n t a b l e  d a t a  types .  You can use  nonpr in table  
d a t a  types t o  produce compact d a t a  FILES f o r  s t o r a g e  on t a p e  o r  d i s k ,  o r  
f o r  direct inpu t  i n t o  another  program o r  s p e c i f i c a t i o n  which is w r i t t e n  
t o  accept SOURCE d a t a  i n  t h i s  form. 
Manually en te red  d a t a  and p r i n t e d  r e p o r t s  should use p i c t u r e ,  
numeric, o r  c h a r a c t e r  s t r i n g  d a t a  types .  You can use nonpr in table  d a t a  
types  i n  i n t e r i m  FIELDS by d e c l a r i n g  t h e m  t o  be decimal,  b i t ,  o r  b ina ry .  
You can t h e n  w r i t e  a s s e r t i o n  statement(  s ), def in ing  t h e  nonpr in table  
i n t e r i m  FIELDS i n  terms o f  p r i n t a b l e  SOURCE. FILE v a r i a b l e s ,  s o  t h a t  t h e  
conversion is done au tomat ica l ly .  To g e t  readable ou tpu t ,  you can then 
use t h e s e  in te r im v a r i a b l e s  t o  d e f i n e  TARGET FILE v a r i a b l e s  declared  
wi th  p r i n t a b l e  d a t a  types .  
5.6 . 1 CHARACTER STRING VARIABLES 
Character s t r i n g  v a r i a b l e s  are j u s t  tha t ,  s t r i n g s  o f  c h a r a c t e r s .  
They can be made up o f  combinations o f  any c h a r a c t e r s  which your 
keyboard w i l l  p r i n t ,  i nc lud ing  combinations o f  numbers and letters. 
Character s t r i n g  v a r i a b l e s ,  like character s t r i n g  c o n s t a n t s ,  are used 
w i t h  the concatenat ion  opera to r  ( Sec t ion  4.8 ) and s t r i n g  func t ions  
( S e c t i o n  4.10 and t h e  appendix)  t o  create s t r i n g  express ions  ( Sect ion  
4.9).  (However, u n l i k e  character s t r i n g  c o n s t a n t s ,  you should no t  use 
apostrophes t o  surround c h a r a c t e r  s t r i n g  SOURCE d a t a ,  u n l e s s  you want 
the apostrophes t o  be read as p a r t  of  a v a r i a b l e .  ) 
When you d e c l a r e  a c h a r a c t e r  s t r i n g  v a r i a b l e ,  t h e  MODEL system 
needs you t o  s p e c i f y  its l eng th .  You have two o p t i o n s  f o r  do ing  t h i s .  
One o p t i o n  is t o  d e c l a r e  a s p e c i f i c  number o f  c h a r a c t e r s  t h a t  you expec t  
your  c h a r a c t e r  s t r i n g  v a r i a b l e  to  be, as i n ,  
WANDA IS FIELD (CHARACTER ( 10)); 
( I f  your  c h a r a c t e r  s t r i n g  v a r i a b l e  is r e p e a t i n g ,  t h e n  a l l  its m e m b e r s  
must be t h e  l eng th  you d e c l a r e .  ) The o t h e r  a l t e r n a t i v e  is t o  e n t e r  a 
minimum and maximum expected l eng th  f o r  t h e  c h a r a c t e r  s t r i n g  v a r i a b l e ,  
as i n ,  
GLENDA IS FIELD (CHAR (3:7)); 
You must t h e n  i n c l u d e  an  a s s e r t i o n  s t a t emen t  t o  d e f i n e  the l eng th  of t h e  
c h a r a c t e r  s t r i n g  v a r i a b l e  i n  terms o f  a c o n t r o l  v a r i a b l e  w i th  an LEN 
p r e f i x  (see S e c t i o n  8 . 4 ) .  For  example t o  s p e c i f i c a l l y  d e f i n e  t h e  l eng th  
of GLENDA you could  w r i t e  
LEN. GLENDA = 5 
5.6.2  BIT STRING VARIABLES 
B i t  s t r i n g  v a r i a b l e s  are v e r y  similar t o  b i t  s t r i n g  c o n s t a n t s  
( S e c t i o n  4 .7 .2  ) . They are used w i t h  l o g i c a l  o p e r a t o r s  ( S e c t i o n  4 .8  ) as 
operands i n  l o g i c a l  e x p r e s s i o n s  ( S e c t i o n  4 .9 .4) .  They can also be used 
i n  s t r i n g  e x p r e s s i o n s  like c h a r a c t e r  s t r i n g  v a r i a b l e s .  Unlike b i t  
s t r i n g  c o n s t a n t s ,  b i t  s t r i n g  v a r i a b l e s  must be base 2 .  Unlike c h a r a c t e r  
s t r i n g  v a r i a b l e s , t h e y  cannot  be o f  unspec i f i ed  l eng th .  An example of a 
b i t  s t r i n g  d e c l a r a t i o n  is 
HENRY IS FIELD (BIT (3)); 
5 . 6 . 3  NUMERIC STRING VARIABLES 
Although numeric s t r ing variables are called str ings,  they are a 
form of arithmetic variable, used in arithmetic expressions ( Sect ion 
4.9.3 ) with arithmetic operators ( Section 4.8 ) . ( Numeric s t r ing is the 
only MODEL data type which is not also present i n  PL/1. ) Numeric str ing 
variables are unsigned integers. When they are declared, you should 
specify the number of expected d ig i t s ,  as  i n  
5 EERO ( 3 )  IS FIELD (NUM ( 6 ) ) ;  
5 . 6 . 4  DECIMAL AND BINARY VARIABLES 
Decimal and binary variables are arithmetic variables, also used i n  
arithmetic expressions (Section 4.9.3) with arithmetic operators 
( Section 4.8 ) . These types also allow you t o  use a "floating po in t "  
feature (which we shal l  describe short ly) ,  which allows your 
specification t o  handle very large or very small numbers, which would 
ordinarily have many d ig i t s  t o  the right or l e f t  of the decimal point. 
The binary data type is preferred t o  the '  decimal when you want t o  
perform complex arithmetic computations. That's because binary data is 
stored more compactly in the memory of the computer than decimal data. 
Also arithmetic operations are more eff ic ient  using binary operands. 
B o t h  decimal and binary data types can be expressed i n  a fixed or 
floating format. In fixed format, you t e l l  the computer how many dig i t s  
you expect there t o  be in  your data variable. For example, 
6 LISA ( 4) IS FIELD (BINARY F I X  ( 5  ) ); 
t e l l s  the  computer that  L I S A  consists of four five-digit base 2 numbers. 
Decimal and binary data can also be expressed in  floating format. 
In t h i s  case the computer keeps track of where the decimal point should 
be placed for each piece of data. In floating format, data is expressed 
as a number, containing a ce r t a in  number of d i g i t s ,  mul t ipl ied by 10, 
f o r  decimal, o r  2 ,  f o r  binary,  ra ised t o  a pa r t i cu l a r  power. This da ta  
type can save a l o t  of space i n  t he  computer's memory i f  the  number t o  
be represented is very large o r  very s m a l l .  
In  f l oa t i ng  format notation,  t h e  number i t s e l f  is ca l l ed  the  
mantissa. The number of d i g i t s  i n  t h e  mantissa is ca l led  its precis ion.  
The prec i s ion  represents t he  number of d i g i t s  ( c a l l e d  s ign i f i can t  
d i g i t s  ) t h a t  you want t h e  computer t o  keep t rack  o f ,  and you specify  it 
as part of the  dec la ra t ion  of each f loa t ing  point  var iab le .  You can 
specify  a m a x i m u m  precis ion of 34 for  f loa t ing  point  decimal and 113 for 
f l oa t i ng  po in t  binary.  An exanple of a l ega l  f loa t ing  p i n t  declarat ion 
would be 
STAN IS ( DECIMAL FLOAT ( 25 ) ); 
When doing ca lcu la t ions  i f  t he  r e s u l t  has  more s ign i f i can t  d i g i t s  than 
the  prec i s ion  you spec i f ied ,  then the  computer w i l l  round the  r e su l t  
o f f .  
5.6.5 P I C W  VARIABLES 
The p i c tu re  da t a  type is the  most common one t o  use f o r  processing 
a r i thmet ic  da ta .  P ic ture  var iables  are used i n  ar i thmet ic  expressions 
(Sect ion 4.9.3)  with arithmetic operators (Sect ion 4 .8) .  You declare  a 
p i c tu re  va r i ab l e  i n  terms of a series of symbols through which you can 
spec i fy  w h a t  characters  w i l l  be allowed i n  each pos i t ion  i n  the  
var iab le .  A Z means t h a t  a leading zero should be omitted and pr inted 
as a blank, an S holds a space f o r  a pos i t i ve  o r  negative s ign,  an A 
represents  a space where a l e t t e r  can be inser ted ,  and so  on ( s ee  Figure 
5.10 b e l o w ) .  
By pu t t i ng  these  symbols i n  t h e  proper order ,  you can exercise  
considerable cont ro l  over how your da t a  w i l l  be read and pr in ted .  For 
example, i n  t h e  sample spec i f ica t ion  i n  Chapter 3 ,  t h e  means and 
standard deviat ions  i n  t h e  TARGET FILE are declared as follows: 
- 88 - 
( MEAN-TEST, STD-TEST) IS FIELD ( PIC 'ZZZ9V. 9999 ' ); 
The 9's here  stand f o r  decimal d i g i t s .  The Z ' s  a l s o  stand f o r  d i g i t s ,  
but  mean t h a t  leading 0 ' s  should be pr inted as blanks. The perlod shows 
where t h e  decimal point  is posit ioned,  and t h e  V shows t h a t  it should be 
pr inted as pa r t  of t h e  number. I N  t o t a l ,  ZZZ9V. 9999 means t h a t  there  
are four possible  d i g i t s  t o  t h e  l e f t  and t o  t h e  r i g h t  of t h e  decimal 
point ,  and t h a t  leading 0 ' s  won't be pr inted.  
The symbols used fo r  p i c tu re  i n  the  au tho r ' s  imnplrmentation of 
MODEL a r e  explained i n  Figure 5.10. Your system may allow fewer or  
d i f f e r e n t  symbols. Therefore, you may want t o  check t h e  User 's  Guide 
f o r  t h e  vers ion of  PL/1 implemented on your system. 
X s t a n d s  f o r  any c h a r a c t e r .  A p i c t u r e  v a r i a b l e  o f  a l l  X's is j u s t  l i k e  a 
c h a r a c t e r  s t r i n g  v a r i a b l e .  
A s t a n d s  f o r  any a l p h a b e t i c  c h a r a c t e r  o r  a b l ank  c h a r a c t e r .  
9 s t a n d s  f o r  a decimal d i g i t  i n  a g iven  p o s i t i o n .  
Z also s t a n d s  f o r  a decimal d i g i t ,  except  t h a t  z e r o s  on t h e  l e f t  w i l l  no t  
be p r i n t e d .  For example, 0064 would be p r i n t e d  as 6 4  i f  t h e  f i e l d  
w e r e  d e c l a r e d  as ZZZZ. 
* also s t a n d s  f o r  a dec imal  d i g i t ,  b u t  t h e  l ead ing  z e r o  is rep laced  wi th  
an a s t e r i s k  i n s t e a d  o f  be ing  omi t t ed .  Hence **64. 
Y s t a n d s  f o r  a decimal d i g i t ,  except  t h a t  a spac  w i l l  be p r i n t e d  f o r  
any z e r o  i n  any p o s i t i o n .  
( n )  can  be used t o  i n d i c a t e  a number o f  r e p e t i t i o n s  o f  t h e  fo l lowing  
c h a r a c t e r .  For  example, ( 3 )9 i n d i c a t e s  3 decimal  d i g i t s .  I n  some 
v e r s i o n s  o f  PL/1 it may cause  problems i f  you try t o  show t h a t  a 
c h a r a c t e r  is r e p e a t i n g  10 o r  more t i m e s .  
T s t a n d s  f o r  a d i g i t  o r  a p l u s  s i g n  o r  minus s i g n ,  i f  t h e r e  is one. 
I is t h e  same, excep t  t h a t  o n l y  a p l u s  s i g n  w i l l  be p r i n t e d .  Negat ive 
numbers w i l l  be p r i n t e d  wi thout  a minus s i g n .  
R is the same, excep t  t h a t  it p r i n t s  a minus when t h e  number is nega t ive ,  
b u t  no p l u s  when it is p o s i t i v e  o r  z e r o .  . i n d i c a t e s  t h e  p o s i t i o n  i n  which a v a r i a b l e ' s  decimal  p o i n t  is expected 
t o  appear .  
V i n d i c a t e s  t h e  p o s i t i o n  where you would like a decimal  p o i n t  t o  be placed 
when a s t r i n g  o f  numbers is read ,  w i thou t  your  having  t o  a c t u a l l y  t ype  
the dec imal  p o i n t  i n .  I f  no V c h a r a c t e r  is used,  t h i s  tel ls  t h e  
computer t h a t  the decimal p o i n t  is on  t h e  r i g h t ;  t h a t  i s ,  the p i c t u r e  
v a r i a b l e  is seen  as a n  i n t e g e r .  I f  you use  V fol lowed by a p e r i o d ,  " . ", 
t h i s  w i l l  c ause  a dec imal  p o i n t  t o  be i n s e r t e d ,  and later p r i n t e d  o u t  
as p a r t  o f  t h e  v a r i a b l e .  
, is the p o s i t i o n  f o r  a comma t o  be i n s e r t e d .  
$ is t h e  p o s i t i o n  f o r  t h e  d o l l a r  s i g n .  When l e a d i n g  z e r o s  are omi t t ed ,  
the dollar s i g n  w i l l  be moved up next  t o  t h e  l e f t m o s t  p r i n t e d  d i g i t .  
T h i s  symbol cannot  occu r  i n  the m i d d l e  o f  a f i e l d .  
+ is the p o s i t i o n  f o r  a p l u s  s i g n .  T h i s  is l d c e  I excep t  t h a t  t h e  s i g n  
is p laced  next  t o  t h e  l e f t m o s t  d i g i t .  T h i s  symbol cannot  be used 
i n  t h e  middle o f  a f i e l d .  
- is t h e  same, f o r  a minus s i g n ,  i n  case t h e  number is nega t ive .  Th i s  
mbol cannot  occu r  i n  t h e  middle o f  a f i e l d .  
S w i z  p r i n t  e i t h e r  s i g n ,  like T, b u t  next  t o  t h e  l e f t m o s t  d i g i t .  Th i s  
symbol cannot  occur  i n  t h e  middle of a field. 
E i n d i c a t e s  t h e  p o s i t i o n  o f  the exponent i n  a f l o a t i n g  p o i n t  number. 
For  example, 4E3 is 4 t i m e  t e n  t o  t h e  t h i r d ,  o r  4 ,000.  Likewise,  
5E-4 is 5 t i m e  10 t o  t h e  minus f o u r t h ,  o r  .0005. 
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CHAPTER 6 
TYPES OF ASSERTION STATEMENTS 
6.1 OVERVIEW 
A s s e r t i o n  s t a t e m e n t s  are e q u a t i o n s .  They d e f i n e  a l l  t h e  FIELD 
v a r i a b l e s  making up your  i n t e r i m  and TARGET data s t r u c t u r e s .  (The use  
of  a s s e r t i o n s  w i t h  i n t e r i m  data s t r u c t u r e s  is  exp la ined  i n  S e c t i o n  
5 . 3 . 4 . )  Each a s s e r t i o n  s t a t emen t  d e f i n e s  one dependent v a r i a b l e  p laced  
on t h e  lef t -hand-side of an e q u a l s  s i g n .  T h i s  v a r i a b l e  is d e f i n e d  as 
e q u a l  t o  an expres s ion  on t h e  r ight-hand-side composed o f  c o n s t a n t s ,  
o p e r a t o r s ,  v a r i a b l e s ,  and f u n c t i o n s .  
As s t a t e d  p r e v i o u s l y ,  i n  MODEL each v a r i a b l e  can  have  o n l y  one 
value.  The re fo re  each  FIELD t o  be d e f i n e d  w i t h  a d i f f e r e n t  v a l u e  h a s  t o  
have a unique name o r  d i s t i n g u i s h i n g  s u b s c r i p t .  S ince  MODEL is 
nonprocedural ,  you d o n ' t  have  t o  worry about  t h e  o r d e r  i n  whlch your  
v a r i a b l e s  are de f ined .  You j u s t  have  t o  make s u r e  t o  write a n  a s s e r t i o n  
s t a t emen t  t o  d e f i n e  eve ry  f i e l d  i n  your  TARGET and i n t e r i m  d a t a  
s t r u c t u r e s .  
I n  s o m e  cases you can  o p t i o n a l l y  omit  s u b s c r i p t s  when w r i t i n g  
a s s e r t i o n s .  (The c o n d i t i o n s  f o r  s u b s c r i p t  omiss ion ,  as w e l l  as other 
aspects of us ing  s u b s c r i p t s  i n  a s s e r t i o n s ,  w i l l  be exp la ined  i n  the nex t  
chapter. ) T h i s  is meant t o  be a s h o r t c u t  i n  w r i t i n g  r a t h e r  t h a n  i n  
t h i n k i n g .  Keep i n  mind t h a t  s u b s c r i p t s  are impl ied ,  when you w r i t e  
a s s e r t i o n s  us ing  v a r i a b l e s  w i t h  o m i t t e d  s u b s c r i p t s .  
The objective o f  this  Chapter  is t o  p r e s e n t  t h e  s y n t a x e s  o f  t h e  
d i f f e r e n t  t y p e s  o f  a s s e r t i o n  s t a t e m e n t s  a long  w i t h  examples. Asse r t i on  
s t a t e m e n t s  i n  MODEL may be either s imple  o r  c o n d i t i o n a l ,  as shown by the 
following syn tax  diagram: 
< a s s e r t i o n  s ta tement> ::= <simple a s s e r t i o n  s ta tement> <condi t iona l  
a s s e r t i o n  statement > 
A simple a s s e r t i o n  statement d e f i n e s  t h e  value of  t h e  dependent 
v a r i a b l e  on t h e  l e f t  s i d e  of  t h e  equation i n  terms of  a s i n g l e  
express ion on t h e  r i g h t  s i d e .  An example is 
Condi t ional  a s s e r t i o n  s ta tements  de f ine  a dependent v a r i a b l e  as 
equal  t o  one o f  s e v e r a l  express ions ,  depending on t h e  value  of  a 
condi t ion .  An example o f  a cond i t iona l  a s s e r t i o n  statement is 
A = I F  B > 2 THEN 7 ELSE 12; 
I n  t h e  previous Chapter w e  explained how you have t h e  opt ion of 
leaving c e r t a i n  a t t r i b u t e s  of  your SOURCE da ta ,  such as v a r i a b l e  ranges, 
unspeci f ied  i n  d a t a  dec la ra t ion .  You must then d e f i n e  t h e s e  a t t r i b u t e s  
i n  your a s s e r t i o n  s ta tements  using c o n t r o l  v a r i a b l e s  ( in t roduced i n  
Sect ion 4 . 6 ) .  For example, suppose you declared a FIELD v a r i a b l e  
ALBATROSS t o  have an uncer ta in  number of r e p e t i t i o n s ,  as follows 
PENGUIN IS  GROUP ( ALBATROSS( * ) , SEAGULL ) ; 
You could then d e f i n e  t h e  range o f  ALBATROSS i n  an a s s e r t i o n  statement,  
such as 
Control  v a r i a b l e s ,  such as SIZE.ALBATROSS, may then be used as 
independent v a r i a b l e s  i n  de f in ing  o t h e r  v a r i a b l e s  i n  o t h e r  a s s e r t i o n s .  
The uses o f  t h e  va r ious  types  of  c o n t r o l  v a r i a b l e s  w i l l  be explained i n  
t h e  Chapter 8. 
6.2 SIMPLE ASSERTION STATEMENTS 
As stated p r e v i o u s l y ,  a s s e r t i o n  s t a t e m e n t s  i n  MODEL are o f  two 
k i n d s ,  s imp le  and c o n d i t i o n a l .  Simple a s s e r t i o n  s t a t e m e n t s  are c a l l e d  
s imp le  because  t h e y  c o n t a i n  o n l y  one expres s ion  t o  d e f i n e  t h e  dependent 
v a r i a b l e .  This expres s ion  may be a l o g i c a l ,  a r i t h m e t i c ,  Boolean, 
s t r i n g ,  or comparison expres s ion ,  as d e s c r i b e d  i n  Chapter  4. The s y n t a x  
diagram f o r  s imple  a s s e r t i o n s  is shown i n  F i g u r e  6 .1 .  
1 <simple  a s s e r t i o n  s t a t e m e n t >  : := < s u b s c r i p t e d  v a r i a b l e >  = cany e x p r e s s i o n > ;  
2 < s u b s c r i p t e d  v a r i a b l e >  ::= <name> [ ( < s u b s c r i p t  expression> 
[ ,  ( s u b s c r i p t  express ion>]A-) ]  
(<name> [ ( < s u b s c r i p t  e x p r e s s i o n >  
[, < s u b s c r i p t  e x p r e s s i o n > ] * ) ]  
[ , <name> [ (  s u b s c r i p t  e x p r e s s i o n >  
[ , < s u b s c r i p t  exp res s  i on  > ] * ) 1 1 ) 
3 < s u b s c r i p t  exp res s ion>  ::= < a r i t h m e t i c  e x p r e s s i o n >  
2 <any e x p r e s s i o n >  ::= < l o g i c a l  e x p r e s s i o n >  I < a r i t h m e t i c  exp res s ion ,  I 
c s t r i n g  e x p r e s s i o n >  I cBoolean e x p r e s s i o n >  
<comparison e x p r e s s i o n >  
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The dependent  v a r i a b l e  i n  a s imple  a s s e r t i o n  s t a t emen t  may take 
s u b s c r i p t s ,  and may be a q u a l i f i e d  name v a r i a b l e .  (The use  o f  s u b c r i p t  
e x p r e s s i o n s  is d e s c r i b e d  i n  detail i n  the nex t  c h a p t e r . )  Two o r  m o r e  
dependent v a r i a b l e s  can  a l s o  be de f ined  i n  one a s s e r t i o n  s t a t e m e n t ,  as 
long  as each  r e c e i v e s  t h e  same d e f i n i t i o n .  I n  t h a t  case, t h e  list of 
v a r i a b l e  names must be enc losed  i n  pa ren theses ,  w i t h  i n d i v i d u a l  names 
s e p a r a t e d  by  commas. You can  d e f i n e  t h e  t h e  dependent v a r i a b l e  i n  terms 
o f  an e x p r e s s i o n  c o n t a i n i n g  q u a l i f i e d  name v a r i a b l e s ,  c o n s t a n t s ,  
non-qualif i e d  v a r i a b l e s  ( w i t h  o r  w i thou t  s u b s c r i p t s  ) , and f u n c t i o n s .  
Some examples o f  l e g a l  s imple  a s s e r t i o n  s t a t e m e n t s  are as fo l lows:  
A r B + 5 ;  
s1ZE.m = 12; 
X ( 1 , J )  = 4 * I**J; 
( JUNG, FREUD ) = ADLER; 
6 .3  CONDITIONAL ASSERTION STATEMENTS 
6 . 3 . 1  OVERVIEW 
C o n d i t i o n a l  a s s e r t i o n  s t a t emen t s  are more complicated t h a n  s imple 
a s s e r t i o n  s t a t emen t s ,  because t h e  cho ice  o f  d e f i n i n g  expres s ion  depends 
on t h e  v a l u e  o f  a c o n d i t i o n .  The dependent v a r i a b l e  i n  a c o n d i t i o n a l  
a s s e r t i o n  s t a t emen t  is d e f i n e d  i n  te rms  o f  one expres s ion  i f  t h e  
c o n d i t i o n  is true, and i n  te rms  o f  ano the r  i f  t h e  c o n d i t i o n  is f a l s e .  
This c o n d i t i o n  is a Boolean expres s ion .  A Boolean expres s ion ,  as 
de f ined  i n  S e c t i o n  4.9, is an  expres s ion  which h a s  a b i n a r y  t r u t h  va lue  
of  t r u e  or f a l s e .  For  example, the comparison (Boolean)  exp res s ion  "A > 
7" must be e i t h e r  t r u e  o r  f a l s e ,  when A is an arithmetic v a r i a b l e .  
The p rocess  works as fo l lows .  I n  t h e  c o n d i t i o n a l  a s s e r t i o n  
s t a t emen t  
MONTANA = I F  A > 7 THEN 5 ELSE 12; 
t h e  dependent v a r i a b l e  MONTANA w i l l  be de f ined  as e q u a l l i n g  5 i f  t h e  
c o n d i t i o n  A > 7 is t r u e ,  o r  as 1 2  i f  the c o n d i t i o n  is f a l s e .  The p a r t  
o f  t h e  above s t a t emen t  c o n t a i n i n g  t h e  keyword IF ,  fol lowed by  t h e  
c o n d i t i o n a l  Boolean expres s ion ,  is called t h e  IF-clause. The f i r s t  
d e f i n i n g  expres s ion  f o r  t h e  dependent v a r i a b l e  i n  a c o n d i t i o n a l  
a s s e r t i o n  s t a t emen t ,  5 i n  t h e  above case, is preceded by the k e p o r d  
THEN. The second d e f i n i n g  expres s ion ,  1 2  above, is preceded by the 
keyword ELSE. A more complex c o n d i t i o n a l  a s s e r t i o n  s t a t emen t  may 
c o n t a i n  more t h a n  one IF-clause and more than  t w o  d e f i n i n g  expres s ions  
( see below ) . 
The MODEL language a l lows  two a l t e r n a t i v e  syn taxes  t o  expres s  
c o n d i t i o n a l  a s s e r t i o n s .  They are based on t h e  syn taxes  o f  s t a t e m e n t s  i n  
t h e  PL/1 and ALGOL computer languages.  They d i f f e r  i n  whether t h e  
c o n d i t i o n  precedes  t h e  dependent v a r i a b l e  on t h e  lef t -hand-side o f  t h e  
a s s e r t i o n ,  or the d e f i n i n g  expres s ion  on t h e  right-hand-side. The 
e f f e c t  of w r i t i n g  c o n d i t i o n a l  a s s e r t i o n s  us ing  e i t h e r  s y n t a x  is t h e  
same. 
The ALGOL-like form, w i t h  the c o n d i t i o n  on the r ight-hand-side,  is 
more terse and more c l o s e l y  resembles an a l g e b r a i c  equa t ion .  An example 
would be the a s s e r t i o n  
SARAH = I F  JULIA = 17 THEN 3 ELSE 2 ;  
The s y n t a x  diagram f o r  t h i s  form is shown i n  F i g u r e  6 . 2 .  
1 < c o n d i t i o n a l  a s s e r t i o n  s t a t emen t>  : := < s u b s c r i p t e d  v a r i a b l e >  = 
< c o n d i t i o n a l  expression>; 
2 t c o n d i t i o n a l  exp res s ion ,  ::= <IF-c lause> THEN < c o n d i t i o n a l >  
[ ELSE < c o n d i t i o n a l >  ] 
3 < IF-clause> : : = IF <Boolean expres s ion ,  
3 < c o n d i t i o n a l >  ::= < c o n d i t i o n a l  exp res s ion ,  <any e x p r e s s i o n >  
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The PL/1-like s y n t a x  f o r  c o n d i t i o n a l  a s s e r t i o n  s t a t e m e n t s  starts 
w i t h  t h e  c o n d i t i o n .  Therefore ,  the example from above would be 
r e w r i t t e n  as 
IF JULIA = 17 THEN SARAH = 3; ELSE SARAH = 2; 
I n  t h i s  s y n t a x  you r e p e a t  the name o f  t h e  .dependent  v a r i a b l e ,  
accompanied by  a n  e q u a l s  s i g n ,  i n  f r o n t  o f  each  d e f i n i n g  e x p r e s s i o n ,  and 
fo l low it w i t h  a semi-colon, as i f  it w e r e  a s e p a r a t e  a s s e r t i o n .  
However, u n l i k e  s e p a r a t e  a s s e r t i o n s ,  each nes t ed  a s s e r t i o n  i n  a 
P v l - f o r m  c o n d i t i o n a l  a s s e r t i o n  s t a t emen t  must have  t h e  same dependent 
v a r i a b l e .  The s y n t a x  diagram f o r  t h i s  form is shown i n  F i g u r e  6.3. 
1 t c o n d i t i o n a l  a s s e r t i o n  s t a t emen t ,  ::= <IF-clause,  THEN 
< simple a s s e r t i o n  s t a t e m e n t  > ; 
[ELSE < a s s e r t i o n  s t a t emen t , ] ;  
F i g u r e  6.3 
Syntax  o f  PL/1-like form o f  Cond i t i ona l  A s s e r t i o n  
To p rov ide  f u r t h e r  c l a r i f i c a t i o n ,  F igu re  6 . 4  shows t h e  c o n d i t i o n a l  
a s s e r t i o n s  from t h e  sample s p e c i f i c a t i o n  EXAMPLE w r i t t e n  I n  bo th  forms 
of  s y n t a x  f o r  comparison purposes .  These a s s e r t i o n s  demonst ra te  one o f  
t h e  most common uses  o f  c o n d i t i o n s  i n  a s s e r t i o n  s t a t emen t s ,  t h a t  i s ,  t o  
d i f f e r e n t i a l l y  d e f i n e  t h e  members o f  a series depending on t h e i r  
s u b s c r i p t s .  The f a c t  t h a t  t h i s  can  be accomplished i n  a s i n g l e  
s t a t emen t  demonst ra tes  t h e  power o f  t h e  MODEL language to  expres s  
complex i d e a s  i n  simple manner. 
M-TEST(1,J) = IF J > 1 
T E E N  M-TEST( I ,  J-1 ) + STUDENT( I ,  J ) 
ELSE STUDENT( I ,  J ) ; 
S-TEST(1,J) = I F  J > 1 
THEN S-TEST( I ,  J-1 ) + ( ( STUDENT( I ,  J ) - MEAN-TEST( I ) ) X*2 ) 
ELSE ( ( STUDENT( I,  J ) - MEAN-TEST( I ) ) **2 ) ; 
ALGOL- like Syntax f o r  Cond i t i ona l  Assert i o n s  
I F J > 1  
THEN M-TEST( I ,  J ) = M-TEST( I ,  J-1) + STUDENT( I ,  J ) ; 
ELSE M-TEST( I ,  J ) = STUDENT( I ,  J ) ; 
I F J > 1  
THEN S-TEST(1,J) = S-TEST(1,J-1) + ((STUDENT(1,J) - MEAN_TEST(I))**2); 
ELSE S_TEST(I,J) = ((STUDENT(1,J) - MEAN_TEST(I))**2); 
PL/1-like Syntax f o r  Cond i t i ona l  A s s e r t i o n s  
F igure  6 .4  
A l t e r n a t e  Syntaxes f o r  Cond i t i ona l  Asse r t i ons  
Both forms o f  s y n t a x  f o r  c o n d i t i o n a l  a s s e r t i o n  s t a t e m e n t s  a r e  
w r i t t e n  so t h a t  t h e  second d e f i n i n g  expres s ion ,  s t a r t i n g  w i t h  ELSE, is 
o p t i o n a l  and may be omi t t ed .  T h i s  means it is p e r f e c t l y  l e g a l  t o  w r i t e  
an a s s e r t i o n  like 
URANUS = IF  JUPITER( I ) > SATURN( I ) THEN 15 ; 
If the c o n d i t i o n  is t r u e ,  t h e n  t h e  dependent v a r i a b l e  w i l l  be de f ined  i n  
terms o f  t h e  e x p r e s s i o n  s t a r t i n g  w i t h  THEN, as desc r ibed  p rev ious ly .  I f  
t h e  condition is fa lse ,  then the  assert ion w i l l  not be used, and no 
defini t ion w i l l  be given t o  the dependent variable.  When a conditional 
assert ion statement l ike  the above (without an ELSE) is used t o  define a 
sca lar ,  you must be sure t o  choose a condition tha t  w i l l  be t r u e  only 
once. If you don ' t ,  then two or  more values w i l l  be used t o  define the 
same sca lar ,  causing your program t o  bomb. 
6 . 3 . 2  NESTED CONDITIONAL ASSEFITIONS 
A s  s ta ted  previously, both forms of syntax for conditional 
assert ions allow you t o  write assertions containing more than one 
condition and more than two defining expressions. Suppose, for  example, 
we wanted t o  wri te  a specification t o  keep track of how much w e  should 
pay various employees i n  our company. We can use the  variable PAY(1) t o  
keep track of paychecks, with the  subscript I referr ing t o  each 
individual by t h e i r  number on the payroll .  Amount of pay t o  each person 
depends on two factors ,  job-type and number of hours worked, which we 
can c a l l  JOB( I ) and HOURS( I ) , respectively. We w i l l  a lso assume t h a t  
there are  three  possible types of jobs i n  our company: executive 
vice-president i n  charge of advertising, programmer-analyst, and 
jani tor .  W e  can write an assert ion t o  define a pay amount for  each 
individual ( i n  terms of what they 're  worth) as follows: 
PAY( I ) = IF JOB( I ) = ' PROGRAMMER-ANALYST' 
THEN 50.00*HOURS( I ) 
ELSE IF JOB( I ) = ' JANITOR' 
THEN 12.50*HOURS( I ) 
ELSE 2.17 *HOURS( I ) ; 
That the  executive vice-president i n  charge of advertising should be the 
one making $2.17/hour is understood. ( I t ' s  the only job-type l e f t . )  
In terms of the  PL/1 form of syntax for  conditional assertion 
statements, the  above assert ion would be rewritten as 
IF  JOB( I ) = ' PROGRAMMER-ANALYST ' 
THEN P A Y ( 1 )  = 5 0 . 0 0 * H O U R S ( I ) ;  
ELSE IF JOB( I ) = ' J A N I T O R '  
THEN PAY( I )  = 12.50*HOURS( I ) ;  
ELSE P A Y ( 1 )  = 2.17*HOZTRS(I); 
The above e x a m p l e ,  w r i t t e n  i n  both syntaxes s h o w s  the n e s t i n g  of an 
a d d i t i o n a l  c o n d i t i o n  and t w o  a d d i t i o n a l  d e f i n i n g  expressions w i t h i n  the 
ELSE part of a c o n d i t i o n a l  asser t ion s t a t e m e n t .  T h e  e-xample is 
relatively s i m p l e ,  because the choice of the expression used t o  d e f i n e  a 
va lue  for PAY( I ) a l w a y s  depends on  a s i n g l e  condit ion.  A m o r e  c o m p l e x  
s i t u a t i o n  occurs w h e n  t he  choice of d e f i n i n g  expression depends o n  the 
t r u t h  value of t w o  or  m o r e  condi t ions .  E x t e n d i n g  the above example, t h e  
amount of pay w i t h i n  each job type c o u l d  also vary depending on h o w  long 
the person w a s  w i t h  the c o m p a n y .  T o  keep track of t h i s  w e  n e e d  a n e w  
variable called Y E R R S ( 1 ) .  When the n u m b e r  of years s o m e o n e  is w i t h  o u r  
c o m p a n y  reaches 10,  t h a t  person w i l l  g e t  a raise. 
The expanded a s s e r t i o n  t o  calculate pay could be as f o l l o w s :  
PAY( I ) = IF J O B (  I ) = ' PROGRAMMER-ANALYST ' 
THEN I F  YEARS( I ) < 10 
THEN 50.00*HOURS( I ) 
E L S E  100 .00*HOURS(  I )  
ELSE IF JOB( I ) = ' J A N I T O R '  
THEN I F  Y E A R S ( 1 )  c 10 
THEN 1 2  .SO*HOLJRS( I )  
ELSE 15 . OOXHOCTRS( I ) 
ELSE IF Y E A R S ( 1 )  c 10 
THEN 2 .17 *HOURS( I ) 
ELSE 2 .18 *HOURS( I ) ; 
T h i s  new example, shows t h e  n e s t i n g  o f  an a d d i t i o n a l  c o n d i t i o n  and 
t w o  d e f i n i n g  e x p r e s s i o n s  w i t h i n  each  d e f i n i n g  e x p r e s s i o n  o f  t h e  first 
example, which nes t ed  a n  a d d i t i o n a l  c o n d i t i o n  and two d e f i n i n g  
e x p r e s s i o n s  w i t h i n  t h e  f i r s t  ELSE e x p r e s s i o n .  The cho ice  o f  whlch 
e x p r e s s i o n  is used t o  d e f i n e  t h e  dependent v a r i a b l e  depends on two 
c o n d i t i o n s .  ( When w r i t i n g  your  own nes t ed  c o n d i t i o n a l  exp res s ions ,  
you ' 11 f i n d  it h e l p f u l ,  as shown above, t o  i n d e n t ,  s o  t h a t  c o n d i t i o n s  
and d e f i n i n g '  e x p r e s s i o n s  a t  t h e  same l e v e l  o f  dep th  are v e r t i c a l l y  
a l i g n e d .  ) 
The s y n t a x  f o r  t h e  PL/1 form o f  c o n d i t i o n a l  assertion s t a t emen t  
does  not  a l l ow you to  n e s t  c o n d i t i o n s  and e x p r e s s i o n s  w i t h i n  t h e  f i r s t  
d e f i n i n g  expres s ion ,  preceded by TEEN.  To make t h e  cho ice  o f  d e f i n i t i o n  
f o r  the dependent  v a r i a b l e  depend on t w o  c o n d i t i o n s ,  y o u ' l l  have t o  use 
t h e  more cumbersome t echn ique  of w r i t i n g  compound Boolean expres s ions ,  
w i t h  t w o  comparison e x p r e s s i o n s  connected by a l o g i c a l  and ( a s  desc r ibed  
i n  Chapter  4 ) .  The a s s e r t i o n  d e f i n i n g  v a l u e s  f o r  PAY(1) would t h e r e f o r e  
be w r i t t e n  as fo l lows:  
I F  JOB( I ) = 'PROGRAMMER-ANALYST' & YEARS( I ) < 10 
THEN PAY(1) = 50.OO*HOURS(I); 
ELSE I F  JOB( I ) = ' PROGRAMMER-ANALYST ' 
THEN PAY(1) = 100.00*HOURS(I); 
ELSE IF  JOB( I ) = 'JANITOR' & YEARS( I ) < 10 
THEN PAY( I )  = 12 .SO*HOURS( I ); 
ELSE I F  JOB( I ) = 'JANITOR' 
THEN PAY( I ) = 15.OO*HOURS( I ); 
ELSE IF YEARS ( I ) < 10  
THEN PAY( I )  = 2.17*HOURS( I ) ;  
ELSE PAY(1) = 2.18*HOURS(I); 
For  this r eason ,  t h e  ALGOL-like s y n t a x  is t h e  p r e f e r r e d  form t o  u s e  when 
w r i t i n g  nes t ed  c o n d i t i o n a l  a s s e r t i o n  s t a t e m e n t s .  
CHAPTER 7 
USING SUBSCRIPTS I N  ASSERTION STATEMENTS 
7.1 OVERVIEW 
Whenever w e  mentioned subscr ip t s  e a r l i e r  i n  t h i s  t e x t ,  w e  were 
r e a l l y  t a l k i n g  about subscr ipt  expressions. Subscript expressions 
specify  which elements o f  a subscripted var iable  a r e  t o  be used i n  an 
a s se r t i on  statement as independent o r  dependent var iab les .  (Subscripted 
var iables  are defined i n  Section 6 . 2 . )  We express a subscripted var iab le  
by following the  name of a repeating da t a  s t ruc tu re  (u sua l ly  a FIELD) 
wlth one o r  more subscr ipt  expressions, separated by commas. The 
following is a sample of t he  va r i e ty  of l e g a l  subscr ipt  expressions used 
i n  subscripted var iables :  
HAWKEYE( I ,  J )  
BJ( I ,  J+3) 
RADAR( KLINGER( K ) ) 
HOT_LIPS( FOR-EACH . BURNS ) 
Subscr ipt  expressions a r e  ar i thmet ic  expressions, as defined in  
Section 4.9.3.  These expressions give in teger  values corresponding t o  
t he  post ions  of elements i n  a da t a  a r ray  o r  t r e e ,  with one subscr ipt  
expression f o r  each dimension o r  subscr ipt  (see Section 2 . 2 ) .  (The word 
index is also used t o  stand f o r  t he  value of a subscr ipt  express ion.)  I f  
t h e  values  of t h e  subscr ipt  expressions of a subscripted dependent 
var iab le  are constants ,  then t h e  de f in i t i on  taking place i n  t h e  
a s se r t i on  w i l l  apply only t o  the  element with those indices.  For 
example, t h e  a s se r t i on  statement 
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d e f i n e s  the second element o f  t h e  s u b s c r i p t e d  v a r i a b l e  ALBERT as e q u a l  
t o  3 ,  b u t  does  n o t  a f f e c t  t h e  va lue  o f  any o f  t h e  o t h e r  e l emen t s .  
An a s s e r t i o n  like t h e  one above, which d e f i n e s  o n l y  one element  o f  
an a r r a y  is v e r y  i n e f f i c i e n t .  When a s u b s c r i p t e d  v a r i a b l e  c o n t a i n s  a 
subscript expression t h a t  can  t a k e  on a range o f  v a l u e s ,  an a s s e r t i o n  
s t a t emen t  can  s imul taneous ly  d e f i n e  v a l u e s  f o r  a l l  t h e  e lements  of that 
a r r a y  v a r i a b l e  whose index  va lues  are i n  t h a t  range .  I n  an  assertLon 
s t a t emen t  such as 
where t h e  d e f i n i n g  expres s ion  is a c o n s t a n t ,  a l l  e lements  o f  t h e  
dependent v a r i a b l e  BEAN(1) are g iven  t h e  same v a l u e .  A l t e r n a t i v e l y ,  i f  
b o t h  independent  and dependent v a r i a b l e s  are s u b s c r i p t e d ,  t h e n  each  
element  o f  t h e  dependent v a r i a b l e  can  be d e f i n e d  d i f f e r e n t l y ,  depending 
on t h e  va lue  o f  t h e  cor responding  element  o f  t h e  independent  v a r i a b l e .  
For example, i n  
each  element  of WILMA(1) is d e f i n e d  as e q u a l  t o  t h e  element  of FFtED(1) 
w i t h  t h e  same i ndex  v a l u e  o f  I .  
By i n c l u d i n g  c o n d i t i o n s ,  you can  l i m i t  which e lements  of 
subscripted independent  v a r i a b l e s  w i l l  be used to d e f i n e  t h e  dependent 
v a r i a b l e .  For example, i n  
BETFY(1) = IF I c 4 THEN 0 ELSE BARJSEY(I)*l7; 
o n l y  e l emen t s  o f  BARNEY(1) w i t h  s u b s c r i p t s  o f  4 or g r e a t e r  w i l l  be used 
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i n  d e f i n i n g  v a l u e s  o f  B E W ( 1 ) .  I f  a v a r i a b l e  i n  t h e  d e f i n i n g  
expres s ion  is s u b s c r i p t e d ,  b u t  t h e  dependent v a r i a b l e  is n o t ,  t h e n  you 
must i n c l u d e  c o n d i t i o n s  t o  d e f i n e  t h e  dependent v a r i a b l e  i n  terms o f  
o n l y  one  of the e lements  o f  t h e  independent v a r i a b l e .  (Otherwise ,  you 
v i o l a t e  MODEL assumpt ions . )  An example would be, 
ROCKY = I F  I = 4 THEN BULLWINKLE( I ); 
Although BULLWIMU;E(I) can  c o n t a i n  many e lements ,  o n l y  t h e  f o u r t h  one 
w i l l  be used t o  d e f i n e  ROCKY. ( A l t e r n a t i v e l y ,  you could  have w r i t t e n  
ROCKY = BULLWINKLE( 4 ) ; ) 
The d e f i n i t i o n  o f  a l l  t h e  e lements  o f  an  a r r a y  i n  a s i n g l e  
a s s e r t i o n ,  is done through t h e  use  o f  subscript v a r i a b l e s .  A s u b s c r i p t  
v a r i a b l e  is an arithmetic v a r i a b l e  w h i c h  can  take on any i n t e g e r  va lue  
from one  up t o  t h e  t o t a l  number o f  e lements  o f  a subscripted v a r i a b l e  
( a l o n g  a p a r t i c u l a r  dimension) .  MODEL a l lows  t h e  use  o f  g l o b a l  and 
local s u b s c r i p t  v a r i a b l e s .  A g l o b a l  subscr i f2 t  ~ariable_ t a k e s  t h e  same 
range i n  a l l  t h e  a s s e r t i o n s  i n  which it is used throughout  t h e  
s p e c i f i c a t i o n ,  w h i l e  a l o c a l  s u b s c r i p t  v a r i a b l e  may t a k e  on a d i f f e r e n t  
range i n  each  a s s e r t i o n .  Global  and l o c a l  s u b s c r i p t  v a r i a b l e s  are 
d i s c u s s e d  i n  more d e t a i l  i n  S e c t i o n  7.3. A s u b s c r i p t  exp res s ion  may 
c o n t a i n  a s u b s c r i p t  v a r i a b l e  by i t s e l f ,  o r  as p a r t  o f  a complex 
arithmetic e x p r e s s i o n  c o n t a i n i n g  c o n s t a n t s ,  f u n c t i o n s ,  and v a r i a b l e s ,  
which may themselves  be s u b s c r i p t e d .  The next  s e c t i o n  w i l l  examine how 
t h e  d i f f e r e n t  t y p e s  o f  s u b s c r i p t  exp res s ions  are classified. 
7.2 TYPES OF SUBSCRIPT EXPRESSIONS AND THEIR USES 
S u b s c r i p t  e x p r e s s i o n s  i n  MODEL can be c a t e g o r i z e d  acco rd ing  t o  
t h e i r  form. The MODEL p rocesso r  compiles  s o m e  forms more e f f i c i e n t l y  
t h a n  o t h e r s ,  s o  t h a t  t h e s e  are p r e f e r r e d .  The t y p e s  o f  s u b s c r i p t  
e x p r e s s i o n s  are as fo l lows:  
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1) 1, 
2 ) I-K, where K > 0, 
3 ) none o f  -the o t h e r s  ( e ,  g . , cons tan t s  ), 
4 )  X ( I ) I  
5 ) X( I-C )-K, where C + K = 1, 
6) X( I-C)-K, where C + K > 1, 
The preceding d e s c r i p t i o n  of  types  of  s u b s c r i p t s  uses  t h e  fol lowing 
nomenclature : 
I is a subscript v a r i a b l e  which can t a k e  on any i n t e g e r  value  i n  t h e  
range of  t h e  v a r i a b l e  f o r  which it is an index. 
C and K are i n t e g e r  cons tan t s .  
X is a sub l inea r  i n d i r e c t  indexing vec to r  (see b e l o w ) .  
The MODEL compiler genera tes  a more e f f i c i e n t  program when you use 
Type 1 o r  2 s u b s c r i p t  express ions ,  then when you use Type 3. An 
i n d i r e c t  indexing vec to r  is a subscr ip ted  v a r i a b l e  which is used i n  t h e  
s u b s c r i p t  express ion of  another subsc r ip ted  v a r i a b l e .  The u s e  of 
i n d i r e c t  indexing v e c t o r s  as s u b s c r i p t  express ions  is optimized when 
those  i n d i r e c t  indexing vec to r s  are s u b l i n e a r ,  as i l l u s t r a t e d  by Type 4, 
5,  and 6 s u b s c r i p t  express ions  above. X ( 1 )  is a s u b l i n e a r  i n d i r e c t  
indexing v e c t o r  i f  it is def ined by an a s s e r t i o n  o f  t h e  form: 
X(1) = IF I = 1 
THEN0 I 1  
ELSE IF <Boolean Expression> 
THEN X ( 1 - 1 )  
ELSE X(1-1) + 1; 
I n  words, t h i s  says  t h a t  X ( 1 )  is equal  t o  e i t h e r  1 o r  0, when I is equal  
t o  1. When I is g r e a t e r  than  1, t h e  value  o f  X( I ) f o r  each I, is 
def ined as equa l  t o  either t h e  value  of  X( 1-1) o r  X( 1-1) p l u s  1, 
depending on a condi t ion .  The e f f e c t  is t h a t  t h e  s u b l i n e a r  i n d i r e c t  
indexing v e c t o r  X(1) always t a k e s  i n t e g e r  va lues  and is monotonically 
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i n c r e a s i n g  w i t h  I. I t  is a l s o  less t h a n  o r  e q u a l  t o  I ,  f o r  any I ,  
because  I always i n c r e a s e s  by  1 ( l i n e a r l y ) ,  wh i l e  X(1)  i n c r e a s e s  by  0 o r  
1 ( l e s s  t h a n  l i n e a r l y  o r  s u b l i n e a r l y ) .  
The u s e f u l n e s s  o f  s u b l i n e a r  i n d i r e c t  indexing  v e c t o r s  i n  b u s i n e s s  
a p p l i c a t i o n s  is i l l u s t r a t e d  by t h e  fo l lowing  s p e c i f i c a t i o n ,  d i sp l ayed  i n  
F igu re  7 . 1 .  W e  start w i t h  a FILE o f  l i f e  i n su rance  informat ion .  The 
FILE is called DATA. Each RECORD i n  t h e  FILE c o n t a i n s  t h r e e  FIELDS: 
t h e  f i r s t  t o  g i v e  t h e  y e a r  o f  b i r t h  o f  t h e  pol icy-holder ,  t h e  second t-o 
g i v e  his  o r  h e r  name, and t h e  t h i r d  t o  g l v e  t h e  amount h e  o r  s h e  pays 
each y e a r .  The t h r e e  FIELDS are c a l l e d  BIRTH, NAME, and PREMIUM, 
r e s p e c t i v e l y .  W e  d e c i d e  t o  s e p a r a t e  t h e  RECORDS i n t o  t h r e e  d i s t i n c t  
TARGET FILES based  on y e a r  o f  b i r t h ,  s o  t h a t  w e  can  be s u r e  everyone is 
paying t h e  a p p r o p r i a t e  premiums. (These  TARGET FILES w i l l  have t h e  same 
d a t a  s t r u c t u r e ,  excep t  f o r  number o f  RECORDS, as t h e  o r i g i n a l  SOURCE 
FILE.) W e  want t h e  RECORDS o f  everyone born  b e f o r e  1920 t o  go I n t o  t h e  
f i r s t  TARGET FILE, OLDER, t h e  RECORDS o f  people  born  from 1920 t o  1950 
t o  go i n t o  the second FILE, MIDDLE, and t h e  RECORDS o f  people  born  a f t e r  
1950 t o  go  i n t o  t h e  t h i r d ,  YOUNGER. 
MODULE : INSURANCE ; 
SOURCE: DATA; 
TARGET: OLQER,MIDDLE,YOUNGER; 
( DATA, OLDER, MIDDLE, YOUNGER ) ARE FILES ( R( * ) ) ; 
R IS RECORD (BIRTH,NAME,PREMIUM); 
BIRTH IS FIELD (PIC '9999' ); 
NAME I S  FIELD (CHAR ( 20 ) ): 
PREMIUM IS 20 (PIC '2299' ); 
INT IS FILE (DATE1 ( * ) ,  DATE2 ( * ) ,  DATE3 ( * ) ) ;  
DATE1 IS FIELD (NUM (5)); 
DATE2 IS FIELD (NUM ( 5) ); 
DATE3 IS FIELD (NUM (5)); 
I IS SUBSCRIPT; 
DATEl(1) = IF DATA.BIRTH(1) c 1920 
THEN IF I = 1 
THEN 1 
ELSE DATEl( 1-1 ) + 1 
ELSE IF I = I 
THEN 0 
ELSE DATEl( 1-1 ); 
DATE2(I) = IF DATA.BIRTH(1) >= 1920 & DATA.BIRTH( I) <= 1950 
THEN IF I = 1 
THEN 1 
ELSE DATE2( 1-1) + 1 
ELSE IF I = 1 
TIiEN 0 
ELSE DATE2[ 1-1); 
DATE3( I ) = IF DATA.BIIZTH( I) > 1950 
THEN IF I = 1 
THEN I 
ELSE DATEl(1-1) + 1 
ELSE IF I = 1 
THEN 0 
ELSE DATE3( 1-1); 
(FIGURE 7.1 CONTINCTED NEXT PAGE) 
OLDER.BIRTH(DATEl(1)) = IF I = 1 & DA'I'El(1) = 1 
TEEN DATA.BIRTH( I ) 
ELSE IF DATEl( I ) > DATEl( I- 1 ) 
THEN DATA. BIRTH( I ) ; 
OLDER.NAME(DATEl( I ) ) = IF I = 1 & DATEl( I ) = 1 THEN DATA.NAME( I ) 
ELSE IF DATEl( I ) > DATEl( 1-1 ) THEN DATA.NAME( I ) 
OLDER.PREMIUM( DATEl( I ) ) = IF I = 1 & DATEl( I ) = 1 THEN DATA. PREMIUM( I ) 
ELSE IF DATEl(1) > DATEl(1-1) TIEN DATA.PREMIUM(1); 
MIDDLE.BIRTH(DATE2(1)) = IF I = 1 & DATE2(I) = 1 THEN DATA.BIRTH(1) 
ELSE IF DATE2( I ) > DATE2( 1-1 ) THEN DATA. BIRTH( I ) ; 
MIDDLE.NAME(DATE2(I)) = IF I = 1 & DATE2(I) = 1 THEN DATA.NAME(1) 
ELSE IF DATE2 ( I ) > DATE2 ( 1-1 ) TEEN DATA. NAME( I ) ; 
MIDDLE. PREMIUM( DATE2( I ) ) = IF I = 1 & DATE2( I ) = 1 TEEN DATA. PREMIUM( I ) 
ELSE IF DATE2( I ) > DATE2( 1-1 ) TIEN DATA. PREMIUM( I ); 
YOUNGER.BIRTH(DATE3(1)) = IF I = 1 & DATE3(1) = 1 TEEN DATA.BIRTH(1) 
ELSE IF DATE3( I ) > DATE3( 1-1 ) THEN DATA. BIRTH( I ) ; 
YOUNGER.NAME(DATE3(1)) = IF I = 1 & DATE3(I) = 1 THEN DATA.NAME(1) 
ELSE IF DATE3( I ) > DATE3( 1-1) THEN DATA.NAME( I ); 
YOUNGER. PREMIUM( DATE3( I ) ) = IF I = 1 & DATE3( I ) = 1 THEN DATA. PREMIUM( I ) 
ELSE IF DATE3(I) > DATE3( 1-1) THEN DATA.PREMIUM( I); 
Figure 7.1 
Sample Specification Using Sublinear Indirect Indexing Vectors 
We can accomplish this task using three sublinear indirect indexing 
vectors : DATEl( I ), DATE2( I ), and DATE3( I ), to keep track of the FIELDS 
to be placed into the three TARGET FILES. (Figure 7.2 shows sample 
values of the three sublinear indexing vectors for different values of I 
and DATA. BIRTH( I ) . ) We define DATEl( I ) as follows : 
DATEl( I) = IF DATA.BIRTH( I) < 1920 
THEN IF I = 1 
THEN 1 
ELSE DATEl(1-1) + 1 
ELSE IF I = 1 
TNEN 0 
ELSE DATEl( 1-1); 
so that it only increases when I corresponds to a RECORD containing a 
BIRTH FIELD with a value less than 1920. We can then write the 
assertion 
OLDER. BIRTH( DATEl( I ) ) = IF I = 1 & DATEl( I ) = 1 
THEN DATA.BIRTH( I ) 
ELSE I F  DATEl( I ) > DATEl( 1-1 ) 
THEN DATA. BIRTH( I ) ; 
using  D A T E l ( 1 )  as a subscript expression, t o  keep track of the BIRTH 
FIELDS entered i n t o  the TARGET F I L E  OLDER. When DATA.BIRTH(1) has a 
value greater than 1 9 2 0 ,  and D A T E l ( 1 )  d o e s n ' t  change, then  nothing is 
added t o  the  n e w  F I L E .  H o w e v e r ,  every t i m e  D A T E l ( 1 )  is increased by 1, 
the FIELD BIRTH ( w h i c h  has the index I i n  the F I L E  DATA and .the i n d e x  
DATAl( I ) i n  F I L E  OLDER ) is added t o  TARGET F I L E  OLDER. 
Figure 7 .2  
Sample V a l u e s  for Several S u b l i n e a r  Indirect  Indexing V e c t o r s  
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D A T E l ( 1 )  is used i n  the s a m e  w a y  t o  keep track of the of the FIELDS 
DATA.NAME(1) and DATA.PREMIUM(1). W e  w r i t e  parallel assertions t o  add t h e m  t o  
the F I L E  OLDER w h e n  the value of D A T E l ( 1 )  increases. S i m i l a r l y ,  w e  can define 
the sublinear indi rec t  indexing vectors DATE2(1 )  and D A T E 3 ( I )  as i n c r e a s i n g  
for v a l u e s  of DATA.BIRTH(1) i n  the ranges 1920 t o  1950 and greater than 1950, 
respectively. T h i s  a l l o w s  us  t o  w r i t e  assertions d e f i n i n g  the values of 
MIDDLE. BIRTH( DATE2 ( I ) ) , MIDDLE. NAME( DATE2( I ) ), MIDDLE. PREMIUM( DATE2( I ) ) , 
YOUNGER. BIRTH( DATE3 ( I ) ) , YOUNGER. NAME( DATE3( I ) ) , and 
YOUNGER. PREMIUM( DATE3( I ) ) . 
7 . 3  SUBSCRIPT VARIABLES 
Subscr ip t  v a r i a b l e s  i n  MODEL f a l l  i n t o  two c l a s s e s ,  g l o b a l  and l o c a l ,  
which d i f f e r  i n  t h e i r  scope of a p p l i c a b i l i t y  throughout t h e  s p e c i f i c a t i o n .  
The two types  of s u b s c r i p t  v a r i a b l e s  a r e  defined s y n t a c t i c a l l y  i n  Figure 7 . 3 .  
1 < s u b s c r i p t  v a r i a b l e >  ::= cglobal  subsc r ip t  v a r i a b l e >  
< l o c a l  s u b s c r i p t  va r i ab le ,  
2 cg loba l  subsc r ip t  v a r i a b l e >  ::= <name> I FOR-EACH.<name> 
2 c l o c a l  s u b s c r i p t  v a r i a b l e >  : :=  SUB1 SUB2 I SUB3 I SUB4 ] SUBS I 
SUB6 I SUB7 I SUB8 I SUB9 I SUE310 
Figure 7 . 3  
Types of  Subscript  V a r i a b l e s  
A g l o b a l  s u b s c r i p t  has  t h e  same range i n  a l l  t h e  a s s e r t i o n  statements i n  
which it is used. For example, t h e  g loba l  subscript v a r i a b l e  I ,  once it has 
been dec la red  i n  a statement l i k e  
I IS SUBSCRIPT ( 10 ) ; 
can be used i n  d i f f e r e n t  a s s e r t i o n s  as p a r t  of t h e  s u b s c r i p t  expressions of  
d i f f e r e n t  v a r i a b l e s ,  and it w i l l  always take  t h e  same range ( see example 
below ) . 
There are two types  o f  g loba l  s u b s c r i p t  v a r i a b l e s .  The f i r s t  is declared 
i n  a s u b s c r i p t  d e c l a r a t i o n  s ta tement .  The second is a q u a l i f i e d  name v a r i a b l e  
of t h e  form FOR-EACH.X, where X is t h e  name of a d a t a  s t r u c t u r e .  The syntax 
fo r  d e c l a r i n g  g l o b a l  s u b s c r i p t  v a r i a b l e s  i n  a s u b s c r i p t  d e c l a r a t i o n  statement 
is shown i n  Figure 7 .4 .  The following are examples of  l e g a l  s u b s c r i p t  
d e c l a r a t i o n  s ta tements  : 
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ROBIN IS SUBSCRIPT; 
( BATMAN, SUPERMAN ) ARE SUBSCRIPTS ( 10 ) ; 
FLASH SUB ( 15 ) ; 
The examples show t h a t  more than one global  subscr ipt  var iab le  can be 
declared i n  the  same statement (based on t h e  de f in i t i on  of <var iab le>  i n  
Figure 5 . 4 ) ,  with each one having t h e  same range. Also, declaring 
ranges fo r  global  subscr ipt  var iables  is opt ional  i n  ce r t a in  s l t ua t lons  
( see below). 
I <subscr ipt  dec la ra t ion  statement > : : = 
<var iab le>  [ < I S > ]  <SUBSCRIPT> [ (< range  of s u b s c r i p t s > ) ] ;  
2 <SUBSCRIPT> ::= SUBSCRIPT~SCTBSCRIPTS~SUBtSUBS 
2 <range of subscr ip t s>  ::= <unsigned integer ,  
Figure 7.4 
Syntax f o r  Global Subscript Declaration 
Global subscr ip t  var iables  do not always need t o  be declared,  and 
i f  declared,  t h e i r  ranges do not always need t o  be specif ied in  
subscr ipt  declarat ion.  The MODEL compiler can sometimes ca lcu la te  a 
range f o r  a global  o r  l oca l  subscr ipt  var iab le  which w a s  not declared,  
as long as t he  var iab le  is used as p a r t  of a subscr ipt  expression i n  an 
as se r t i on  statement. Range propagation is t h e  process of assigning 
ranges ( o r  r epe t i t i on  counts) t o  global and loca l  subscr ipt  var iables .  
This can be done because each spec i f ica t ion  contains severa l  sources of 
information about ranges. For example, i f  t h e  range of a subscr ipt  
var iab le  is not declared,  but  t h e  subscript var iab le  is used with a 
SOURCE FILE o r  TARGET FILE var iab le  with a declared range, then the  
subscr ipt  var iab le  w i l l  automatically take t h i s  range i n  a l l  o ther  
asser t ions  i n  which it appears. Once t h e  range of  a subscr ipt  var iab le  
is set, then t h e  MODEL compiler w i l l  know t h i s  t o  be t h e  range of every 
o ther  va r i ab l e  using it as a subscr ip t ,  even ones whose ranges weren't 
specif ied.  Assertions t h a t  def ine cont ro l  var iab les ,  prefixed w i t h  SIZE 
o r  END, and t h e  pos i t ions  of ENDFILE markers are addi t iona l  sources of 
information used i n  range propagation as w e l l  (see Sections 8 .2  and 
Another way t o  create a g l o b a l  s u b s c r i p t  v a r i a b l e  is t o  add t h e  
p r e f i x  FOR-EACH t o  t h e  name o£  a d a t a  s t r u c t u r e .  A q u a l i f i e d  name 
g l o b a l  s u b s c r i p t  v a r i a b l e ,  such as FOR-EACH.KIRK, w i l l  have t h e  same 
range as t h e  r igh tmos t  s u b s c r i p t  dimension o f  t h e  v a r i a b l e ,  KIRK, whose 
name it i n c o r p o r a t e s .  (Hence a FOR-EACH g l o b a l  subscript is 
one-d imens ional . )  Once a q u a l i f i e d  s u b s c r i p t  is de f ined ,  it can  be used 
as a s u b s c r i p t  f o r  o t h e r  v a r i a b l e s  w i th  t h e  same range .  I f  SPOCK had 
t h e  same range as KIRK i n  its r ightmost  s u b s c r i p t  dimension,  t hen  
SPOCK( FOR-EACH . SPOCIC ) and SPOCK( FOR-EACH . KIRK ) would be e q u i v a l e n t .  
P rede f ined  l o c a l  s u s b s c ~ i p t  v a r i a b l e s  named SUB1, SUB2, ..., SUB10 
are a v a i l a b l e  i n  t h e  MODEL system. Each o f  t h e s e  l o c a l  s u b s c r i p t  
v a r i a b l e s  may have  a d i f f e r e n t  range i n  each  a s s e r t i o n  i n  which it is 
used. N o t e  t h a t  i f  t h e  same l o c a l  subscript v a r i a b l e  is used i n  t h e  
s u b s c r i p t  e x p r e s s i o n s  o f  s e v e r a l  v a r i a b l e s  i n  t h e  same a s s e r t i o n ,  then  
it w i l l  have the same range  i n  a l l  o f  t h o s e  v a r i a b l e s .  The ranges  of 
l o c a l  s u b s c r i p t  v a r i a b l e s  are no t  d e c l a r e d ,  b u t  i n s t e a d  are d e r i v e d  by 
t h e  MODEL compi le r  th rough range propagat ion .  
7.4 CONVENTIONS FOR SUBSCRIPT OMISSION 
A s  exp la ined  p rev ious ly ,  v a r i a b l e s  i n  MODEL a s s e r t i o n  s t a t emen t s  
are always FIELD v a r i a b l e s .  For  a r e p e a t i n g  FIELD v a r i a b l e  o f  n 
dimensions,  it t a k e s  n s u b s c r i p t  exp res s ions  t o  d i s t i n g u i s h  each 
i n d i v i d u a l  e lement .  However i n  an  a s s e r t i o n  s t a t emen t  c o n t a i n i n g  
several s u b s c r i p t e d  v a r i a b l e s ,  copying long lists o f  s u b s c r i p t s  a f t e r  
each v a r i a b l e  can g e t  q u i t e  t e d i o u s .  Therefore  MODEL h a s  a convent ion 
for o m i t t i n g  s u b s c r i p t s .  S u b s c r i p t  e x p r e s s i o n s  t o  be omi t t ed  must have 
t h e  fo l lowing  c h a r a c t e r i s t i c s  : 
1) They are common t o  a l l  v a r l a b l e s  i n  a n  a s s e r t x o n .  
2 ) They are Type 1 subscript expresslons ( as def i n r d  I n  S e c t l o n  7 . 2  ) . 
3 )  They arc n o t  used as independent v a r l a b l e s  I n  the  assertion, 
as in: 
4 )  They are i n  the same order i n  each v a r i a b l e  f r o m  which they are 
removed. 
5 )  They are on the left of o t h e r  s u b s c r i p t  e x p r e s s l o n s  (or  have  no subscript 
e x p r e s o l o n s  t o  the rlght ) . 
If a l l  the subscript e x p r e s s i o n s  i n  an a s s e r t i o n  h a v e  the above 
c h a r a ~ , - t e r i s t i c s ,  then t h e y  c a n  be o m i t t e d ,  w i t h o u t  c h a n g i n g  the meaning 
of the a s s e r t i o n ,  as i n ,  
CHAPTER 8 
CONTROL VARIABLES 
8.1 OVERVIEW 
T h i s  Chapter  w i l l  e x p l a i n  how t o  use  c o n t r o l  v a r i a b l e s  i n  MODEL 
a s s e r t i o n  s t a t e m e n t s .  B y  t h e  end o f  t h i s  Laap te r  you should  know 
e v e r y t h i n g  you w i l l  need about  how t o  w r i t e  a MODEL s p e c i f i c a t i o n .  
Con t ro l  v a r i a b l e s  a l l ow you t o  u s e  a s s e r t i o n  s t a t e m e n t s  t o  d e f i n e  d a t a  
a t t r i b u t e s  t h a t  you chose n o t  t o  s p e c i f y  i n  d a t a  d e c l a r a t i o n ,  such as 
t h e  r ange  o f  a s u b s c r i p t e d  v a r i a b l e ,  t h e  l eng th  o f  a p i e c e  o f  d a t a ,  o r  
t h e  POINTERS f o r  t h e  RECORDS o f  an  ISAM FILE. When you d e f i n e  a c o n t r o l  
v a r i a b l e ,  you can  use  it as an independent p a r t  o f  a d e f i n i n g  expres s ion  
o r  c o n d i t i o n  i n  ano the r  a s s e r t i o n .  I n  t h e s e  ways, c o n t r o l  v a r i a b l e s  
i n c r e a s e  your  f l e x i b i l i t y  i n  s e t t i n g  up your  s p e c i f i c a t i o n s  . 
C o n t r o l  v a r i a b l e s  are q u a l i f i e d  name v a r i a b l e s ,  w h i c h  means they  
are c o n s t r u c t e d  by a t t a c h i n g  MODEL keyword p r e f i x e s  t o  v a r i a b l e  names. 
(The  p r e f i x  is a t t a c h e d  t o  t h e  v a r i a b l e  name by us ing  a p e r i o d ,  as i n  
SIZE .CHARLES; see S e c t i o n  4.6 f o r  more informat ion .  ) Although t h e  
keyword p r e f i x e s  o f  c o n t r o l  v a r i a b l e s  may be a t t a c h e d  t o  t h e  names o f  
GROUPS or RECORDS (as i n  POINTER.X), the c o n t r o l  v a r i a b l e s  themselves 
act as FIELDS, each h o l d i n g  a n  i n d i v i d u a l  p i e c e  o f  d a t a .  The MODEL 
c o n t r o l  v a r i a b l e  keyword p r e f i x e s  t o  be d i scussed  i n  t h i s  c h a p t e r  are 
SIZE, END, LENGTH, NEXT, SUBSET, POINTER, and FOUND. 
SIZE  is  one o f  t w o  keyword p r e f i x e s  i n  t h e  MODEL language used t o  
d e f i n e  t h e  range  o f  some dimension o f  a n  a r r a y  v a r i a b l e ,  i f  t h a t  range 
was no t  s p e c i f i e d  i n  data d e c l a r a t i o n .  The o t h e r  p r e f i x  used f o r  this 
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purpose is END, d i s cussed  i n  the next  s e c t i o n .  If X is a s u b s c r i p t e d  
FIELD, GROUP, o r  RECORD v a r i a b l e ,  t h e n  S1ZE.X may be used t o  d e f i n e  and 
r e p r e s e n t  the number o f  e lements  i n  t h e  r igh tmost  s u b s c r i p t  dimension o f  
X i n  terms of a n  arithmetic e x p r e s s i o n  whose v a l u e  is an  i n t e g e r .  
(S1ZE.X may be d e f i n e d  e q u a l  -to 0; see S e c t i o n  5.3.3 on o p t i o n a l  d a t a  
s t r u c t u r e s . )  For example, suppose X w a s  d e c l a r e d  as fo l lows :  
A later a s s e r t i o n  o f  the form 
w i l l  set t h e  range  o f  X t o  10 i n  any a s s e r t i o n s  i n  which X is used wi th  
a g l o b a l  s u b s c r i p t ,  for example 
X ( 1 )  = IF I = 1 THEN 1 ELSE I**2 - 1; 
( I f  t h e  range  o f  I was d e c l a r e d  i n  a s u b s c r i p t  d e c l a r a t i o n  s t a t emen t ,  
t h e n  a n  a s s e r t i o n  d e f i n i n g  S1ZE.X is unnecessary,  because X ( 1 )  is given  
t h e  same range  as I through range propagat ion ,  as exp la ined  i n  S e c t i o n  
7.3. ) 
I f  X h a s  more t h a n  one s u b s c r i p t ,  t h e n  S1ZE.X may have  s u b s c r i p t s  
as w e l l ,  a l t hough  t h e  t o t a l  number w i l l  always be a t  least one less t h a n  
i n  X. T h i s  is because  w e  can  d e f i n e  t h e  number o f  e lements  i n  a 
one-dimensional  v e c t o r  w i t h  a zero-dimensional s c a l a r ,  as t h e  above 
example shows. If SI2E.X is s u b s c r i p t e d ,  t h e n  each  of its e l emen t s  w i l l  
be a scalar, g i v i n g  the range of a v e c t o r  i n  X ( see below).  
I f  v a r i a b l e  X has n s u b s c r i p t s ,  w e  can  d e f i n e  SIZE .X v a r i a b l e s  
having from 0 t o  n-1 s u b s c r i p t s ,  as i l l u s t r a t e d  i n  the fo l lowing  
example. Consider  FILE 2, d e c l a r e d  i n  F igu re  8 . l (  a) ,  which c o n t a i n s  
RECORDS Y and FIELDS X. Y and X r e p e a t  an  unknown number o f  t i m e s .  
S u b s c r i p t  I is used t o  d i s t i n g u i s h  t h e  e lements  o f  Y, and s u b s c r i p t  J 
d i s t i n g u i s h e s  t h e  e lements  o f  X. F igu res  8 . l ( b )  and a .  l ( c )  d i s p l a y  -two 
possible d a t a  arrays which are c o n s i s t e n t  w i t h  t h i s  d e c l a r a t i o n .  In  t h e  
f i r s t ,  each  RECORD c o n t a i n s  t h e  same number o f  FIELDS, wh i l e  i n  the 
second, t h e  number o f  FIELDS vary between RECORDS. Our g o a l  is t o  write 
a s s e r t i o n s  to d e f i n e  t h e  ranges  of X and Y f o r  each o f  t h e  two a r r a y s .  
1 Z I S  FILE, 
2 Y( " ) IS RECORD, 
3 X(*) IS  FIELD (PIC ' 9 ' ) ;  
I IS  SUBSCRIPT; 
J IS SUBSCRIPT; 
( a )  Dec la ra t ion  of FILE Z 
(b) P o s s i b l e  S t r u c t u r e  f o r  X( I ,  J )  
--------------------------------------------------------- 
( c )  Another S t r u c t u r e  f o r  X( I, J ) 
Figure  8 . 1  
D a t a  S t r u c t u r e s  f o r  FILE Z 
RECORD v a r i a b l e  Y( 1 ) is one-dimensional, s o  t h a t  its range  can  be 
def ined  w i t h  a s i n g l e  scalar i n  a s imple  a s s e r t i o n  s t a t emen t  such as: 
S1ZE.Y = 2; f o r  t h e  f i r s t  a r r a y  ( F i g u r e  8 . l ( b )  ), and 
S1ZE.Y = 3; f o r  t h e  second ( F i g u r e  8 . l( c ) ) . 
FIELD v a r i a b l e  X(1 , J )  is two-dimensional. I n  t h e  f i r s t  a r r a y ,  t h e  
range o f  X ( 1 , J )  is t h e  same no matter what t h e  va lue  o f  I .  I n  t h i s  
s i t u a t i o n ,  w e  can w r i t e  a s imple  a s s e r t i o n  t o  d e f i n e  one range f o r  X ( J )  
which h o l d s  f o r  t h e  whole FILE, as i n  
I n  t h e  second a r r a y ,  t h e  range  o f  X(1, J )  changes f o r  each  RECORD, as t h e  
va lue  of s u b s c r i p t  I changes. The range  of X( J )  can  no longe r  be  
d e f i n e d  i n  a s imple  a s s e r t i o n .  I n s t e a d  a c o n d i t i o n a l  a s s e r t i o n  is 
r e q u i r e d ,  f o r  example 
SIZE.X(I)  = IF  I = 2 THEN 2 ELSE 3 ;  
I n  t h i s  case, a v e c t o r  o f  scalars is needed t o  d e f i n e  t h e  range  o f  
X ( I , J ) ,  because  t h e  range  of J depends on  t h e  v a l u e  o f  I .  
W e  s a w  i n  t h e  above example, t h a t  w e  could  comple te ly  d e f i n e  t h e  
range  o f  t h e  doubly  s u b s c r i p t e d  X ( 1 , J )  w i th  e i t h e r  t h e  s i n g l y  
s u b s c r i p t e d  SIZE.X(I) o r  t h e  non-subscripted SIZE.X, depending o n  t h e  
s t r u c t u r e  o f  X( I ,  J )  . When we removed s u b s c r i p t s  from X( I ,  J )  t o  form 
SIZE.X(I) and SIZE.X, w e  removed t h e  r igh tmos t  subscript first. In  
SIZE.X(I),  t h e  s u b s c r i p t  remaining h a s  t h e  same range  as t h e  comparable 
s u b s c r i p t  i n  t h e  o r i g i n a l  r e p e a t i n g  v a r i a b l e  X( I, J ) . These p r i n c i p l e s  
g e n e r a l i z e  t o  t h e  w r i t i n g  o f  a s s e r t i o n s  us ing  SIZE q u a l i f i e d  c o n t r o l  
v a r i a b l e s  t o  d e f i n e  t h e  range  o f  d a t a  a r r a y s  c o n t a i n i n g  many m o r e  
dimensions and s u s b s c r i p t s .  Also,  i f  S1ZE.X h a s  m s u b s c r i p t s  and X has 
n s u b s c r i p t s ,  where 0 <= m < n ,  t h e n  t h e  v a l u e  o f  SI2E.X cannot  be a 
f u n c t i o n  o f  any s u b s c r i p t  sf where m < s <= n.  I n  o t h e r  words, any 
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s u b s c r i p t s  which have been been removed from X i n  forming SIZE.X, cannot 
be used i n  d e f i n i n g  SI2E.X. 
The MODEL keyword p r e f i x  END prov ides  an  a l t e r n a t i v e  t o  SIZE i n  
forming a c o n t r o l  v a r i a b l e  t o  d e f i n e  ranges  i n  a s s e r t i o n  s t a t emen t s .  
Unlike SIZE . X I  END. X is a Boolean v a r l a b l e  ( d e f i n e d  i n  S e c t i o n  4 .8  ), and 
t akes  t h e  same number o f  s u b s c r i p t s  as r e p e a t i n g  v a r i a b l e  X .  Each 
element o f  END.X c o n s i s t s  o f  a s i n g l e  b i t  va lue  o f  t r u e  o r  false. An 
element of END.X ( d i s t i n g u i s h e d  by n s u p s c r l p t s )  is de f ined  as t r u e  when 
t h e  r igh tmost  s u b s c r i p t  of X takes its maximum va lue .  Otherwise,  each 
element  o f  END. X is de f ined  as f a l s e .  
The a r r a y  END.X is u s u a l l y  de f ined  i n  terms o f  a comparison 
expres s ion  which w i l l  be t r u e  o n l y  when t h e  r igh tmost  s u b s c r i p t  t a k e s  
its maximum range .  To d e f i n e  t h e  range o f  a v e c t o r  S ( 1 )  as equa l  t o  
same c o n s t a n t  K ,  w e  could  w r i t e  
END.S(I) would be t r u e  when I e q u a l s  K and f a l s e  o the rwi se ,  thereby  
d e f i n i n g  t h e  range o f  S( I ) as K .  
I F  X c o n t a i n s  two o r  more dimensions,  t hen  t h e  a r r a y  END.X can be  
used t o  set t h e  ranges  o f  s e v e r a l  v e c t o r s  at  t h e  same t i m e .  For 
example, t o  d e f i n e  t h e  range o f  v a r i a b l e  X( I ,  J )  from F i g u r e  8.l( b ), w e  
could  w r i t e  the s imple  a s s e r t i o n  
t h e r e b y  d e f i n i n g  t h e  range  o f  X ( 1 , J )  as 3 ,  i r r e s p e c t i v e  o f  t h e  v a l u e  o f  
I .  This e f f e c t i v e l y  d e f i n e s  t h e  range o f  two v e c t o r s  at  t h e  same t ime,  
X( I ,  J )  f o r  I e q u a l l i n g  1 and X(1, J )  f o r  I e q u a l l i n g  2 .  The v a l u e s  of 
t h e  Boolean e lements  o f  END.X( I, J )  based on t h e  above a s s e r t i o n  are 
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shown i n  Figure  8 . 2 ( a ) .  
(a) Poss ib le  Values o f  Elements of  END.X(I,J) 
--------------------------------------------------------------- 
( b ) A l t e r n a t i v e  V a l u e s  f o r  Elements of END. X( I, J ) 
Figure  8 . 2  
Values o f  Elements of END.X(I,J) 
However, sometimes t h e  range o f  a v a r i a b l e  i n  a p a r t i c u l a r  
dimension may change depending on t h e  value  o f  a s u b s c r i p t  f o r  a higher 
dimension i n  t h e  a r r a y .  This  is t h e  case for t h e  range o f  X( 1 , J )  as 
i l l u s t r a t e d  i n  Figure  8.l( c ) . To d e f i n e  t h e  range o f  t h e  t h r e e  vec to r s  
X(1,J )  f o r  I e q u a l l i n g  1, 2 ,  and 3 w e  need t o  w r i t e  a c o n d i t i o n a l  
a s s e r t i o n  s ta tement  i n  which t h e  va lue  o f  END.X(I,J) depends on both t h e  
va lue  of 1 and t h e  value  o f  J. Such an a s s e r t i o n  would be 
END.X(I,J) = IF I = 2 THEN J = 2 ELSE J = 3; 
The va lues  o f  t h e  elements o f  END.X(I,J) de f ined  by t h i s  a s s e r t i o n  are 
shown i n  Figure  8 . 2 ( b ) .  END.X(I,J) is def ined  as t r u e  when J equa l s  3 
for  t h e  f i r s t  v e c t o r ,  when J e q u a l s  2 f o r  t h e  second, and when J equa l s  
3 f o r  t h e  t h i r d .  
As a n  a l t e r n a t i v e ,  you can make range d e f i n i t i o n  v i a  an END 
q u a l i f i e d  c o n t r o l  v a r i a b l e  depend on t h e  va lue  o f  the e lements  of the  
o r i g i n a l  v a r i a b l e ,  r a t h e r  t h a n  t h e i r  s u b s c r i p t s .  You do  t h i s  by s e t t i n g  
up t h e  data s o  t h a t  t h e  last element o f  t h e  s u b s c r i p t e d  v a r i a b l e  w i th  an 
u n s p e c i f i e d  range is given  a unique va lue ,  such as 999, making i t  a 
t e r m i n a t i o n  marker. You can  then  w r i t e  an  a s s e r t i o n  like 
T h i s  w i l l  d e f i n e  END.Z(I) as t r u e  when Z ( 1 )  e q u a l s  t h e  t e r m i n a t i o n  va lue  
of 99'3. 
You can  a l s o  u s e  t h e  comparison expres s ion  c o n t a i n i n g  an  END 
q u a l i f i e d  c o n t r o l  v a r i a b l e  as t h e  Boolean expres s ion  In  t h e  condition i n  
a c o n d i t i o n a l  a s s e r t i o n  s t a t emen t .  T h i s  way you can  make t h e  v a l u e  t h a t  
a dependent  v a r i a b l e  is as s igned  depend on whether t h e  END c o n t r o l  
v a r i a b l e  is t r u e .  For  example, w e  could  w r i t e  
A ( 1 )  = IF  E N D . Y ( I )  THEN 6 ELSE 8;  
T h i s  d e f i n e s  t h e  va lue  o f  A( I ) as 6 when END. Y( I ) is t r u e  ( at t h e  
maximum range  of Y( I ) ), and 8 o the rwi se .  
Sometimes, d e f i n i n g  unspec i f i ed  v a r i a b l e  ranges  through SIZE o r  END 
q u a l i f i e d  c o n t r o l  v a r i a b l e s  is no t  necessary ,  even i f  t h e y  cannot  be 
i n f e r r e d  from s u b s c r i p t s  through range propagat ion .  This o c c u r s  when 
v a r i a b l e  ranges  may be ob ta ined  by  t h e  MODEL compi le r  from an ENDFILE 
marker.  Whenever a set  o f  d a t a  is read from a d a t a  FILE, t h e  last 
element  of t h a t  FILE is a u t o m a t i c a l l y  marked. T h i s  last element  can  be 
used by the compi le r  t o  d e f i n e  t h e  range o f  a s u b s c r i p t e d  v a r i b l e ,  j u s t  
as you would d e f i n e  it us ing  an END c o n t r o l  v a r i a b l e .  T h i s  r e p e a t i n g  
v a r i a b l e  can  be a RECORD o r  GROUP. The r e s t r i c t i o n s  are t h a t  t h e r e  can 
be o n l y  one s u b s c r i p t e d  v a r i a b l e  ( w i t h  u n c e r t a i n  r ange )  i n  t h e  FILE, and 
- 118 - 
t h a t  the last element o f  t h i s  r e p e a t i n g  v a r i a b l e  has t o  occur  at the end 
of  the FILE, When t h e s e  r e s t r i c t i o n s  are s a t i s f i e d ,  t h e  unspec i f i ed  
range o f  the s u b s c r i p t e d  v a r i a b l e  w i l l  be de f ined  a u t o m a t i c a l l y .  
Otherwise,  range  d e f i n i t i o n  through SIZE or  END c o n t r o l  v a r i a b l e s  are 
r e q u i r e d .  
The LEN.X c o n t r o l  v a r i a b l e  is used t o  d e f i n e  the l e n g t h  (number of 
characters) i n  character FIELD v a r i a b l e  X I  when t h i s  informat ion  is l e E t  
unspec i f i ed  i n  d a t a  declaration. (As desc r ibed  i n  S e c t i o n  5 . 6 1 ,  t h e  
l e n g t h  of a FIELD v a r i a b l e  o f  c h a r a c t e r  d a t a  t y p e  may be declared as a 
minimum-maximum r a n g e . )  I f  X is s u b s c r i p t e d ,  t h e n  LEN-X w i l l  have  t h e  
same number and range  of s u b s c r i p t s ,  for example 
LEN .MARIAN = 7 ; 
LEN. EVE( I ) = IF I < 5 T I E N  9 ELSE 1 2  ; 
Each element  i n  LEN.X(I) is a scalar d e f i n i n g  the l e n g t h  o f  the element  
of X ( I )  w i t h  t h e  cor responding  s u b s c r i p t  i n  terms o f  any arithmetic 
expres s ion  whose va lue  is an i n t e g e r .  The o n l y  r e s t r i c t i o n  is t h a t  t h e  
va lue  o f  LEN.X cannot  depend on t h e  va lue  o f  any FIELDS p h y s i c a l l y  
p o s i t i o n e d  after FIELD(S) X i n  t h e  same SOURCE FILE RECORD. 
MALDATA.X is a Boolean v a r i a b l e  which t a k e s  t h e  same number o f  
subscripts as r e p e a t i n g  SOURCE RECORD X. I f  a convers ion  e r r o r  occurred  
when r e a d i n g  i n  a FIELD o f  X, t h e n  the element  o f  MALDATA-X 
corresponding  to that RECORD is d e f i n e d  as t r u e .  Otherwise,  each 
element  of MALDATA.X is de f ined  as f a l s e .  
If X is a FIELD i n  a RECORD, t h e n  NEXT.X has a value e q u a l  t o  the 
contents of the corresponding F I E L D  i n  the same p o s i t i o n  i n  the  
f o l l o w i n g  RECORD i n  the F I L E .  ( T h i s  w i l l  be the RECORD w i t h  the next  
higher RECORD-level  s u b s c r i p t ,  u n l e s s  it is the last RECORD i n  a GROUP, 
i n  w h i c h  case the n e x t  RECORD w i l l  be the first one i n  the next GROUP.) 
NEX!T.X can be of any data t y p e ,  depending o n  the data type of X. 
W e  can u s e  NEXTT.X t o  de f ine  t he  range of a GROUP of RECORDS by 
m a k i n g  the d e f i n i t i o n  of t he  END of the GROUP cont ingent  on t h e  B o o l e a n  
v a l u e  of a n  expression c o m p a r i n g  X and NEXT.X. For e x a m p l e ,  F i g u r e  8 . 3  
s h o w s  t he  data declaration of a F I L E  ( n a m e d  S A L E S )  w h e r e  RECORDS ( n a m e d  
INVOICE)  are placed i n  GROUPS ( n a m e d  PRODUCT), but  the n u m b e r  of RECORDS 
i n  each GROUP is unspeci f ied .  E a c h  RECORD conta ins  an i d e n t i f y i n g  FIELD 
called P I N ,  short for p r o d u c t  i d en t i f i c a t i on  n u m b e r ,  w h i c h  has a common 
value for  a l l  the RECORDS i n  any one GROUP, b u t  is d i f ferent  a m o n g  
GROUPS. By w r i t l n g  a n  a s s e r t i o n  like 
we can d e f i n e  the B o o l e a n  variable E N D . I N V O I C E ( I , J )  as t r u e ,  s p e c i f y i n g  
that  a p a r t i c u l a r  RECORD is the last one i n  a PRODUCT GROUP, w h e n  the 
value of P I N  is d i f ferent  i n  t h e  f o l l o w i n g  RECORD. T h i s  a l l o w s  the 
number of INVOICE RECORDS i n  each PRODUCT GROUP t o  be d e t e r m i n e d .  
1 SALES IS F I L E ,  
2 PRODUCT( 41 ) IS GROUP, 
3 INVOICE(*)  IS RECORD, 
4 P I N  IS F I E L D  (PIC ' 999999' ), 
4 QUANT IS FIELD ( P I C  ' 9999' ), 
4 PRICE IS FIELD ( P I C  ' 999V.  99' ); 
I IS SUBSCRIPT; 
J IS  SUBSCRIPT; 
Figure 8 .3  
D a t a  D e c l a r a t i o n  of F I L E  SALES 
NE.YT.X c a n n o t  be u s e d  fo r  RECORDS in ISAM F I L E S .  A : s e c o n d  
r e s t r i c t i o n  is t h a t  t h e  n u m b e r  of FIELDS to the l e f t  of FIELD X should 
be fixed I n  the RECORD. I f  there are a varylng n u m b e r  of FIELDS t o  the 
l e f t  of FIELD X i n  each RECORD, then the  NEXT.X FIELD w l l l  n o t  be 
located correctly. T h e r e  is no p r o b l e m ,  h o w e v e r ,  i f  there is a v a r y i n g  
n u m b e r  of FIELDS t o  the r ight  of X i n  each RECORD. 
SUBSET.X is a B o o l e a n  c o n t r o l  v a r i a b l e  i n  w h i c h  each element 
corresponds t o  a n  e l e m e n t  of subscripted RECORD va r i ab l e  X. You can 
d e f i n e  each e l e m e n t  of SUE3SET.X as t r u e  or  false, depending on w h e t h e r  
you w a n t  the RECORD from X w i t h  the corresponding subscripts t o  be 
included i n  a TARGET FILE.  F o r  example, t o  o m i t  the second of the  three 
RECORDS i n  TARGET FILE E ,  declared b e l o w  i n  F i g u r e  9 .4 ,  you could w r i t e  
The above assertion defines a v a l u e  of t r u e  for a l l  the elements of 
SUBSET.F( I ), except the second. Those RECORDS of F( I ) for w h i c h  
S U B S E T . F ( I )  is t r u e  w i l l  be included i n  TARGET FILE E; the second 
RECORD, for w h i c h  SUBSET. F(  I ) is false, w o n '  t be. 
1 E IS FILE, 
2 F13) IS RECORD. 
3' OUT IS FIELD (PIC ' 9 -  ); 
I IS SUBSCRIPT; 
Figure 8.4 
TARGET FILE t o  D e m o n s t r a t e  the U s e  of SUBSET 
The use of SUBSET does n o t  affect c o m p u t a t i o n s ,  only  w h a t  is 
w r i t t e n  at the end as TARGET data. For example, y o u  could d e f i n e  a 
FIELD i n  another TARGET F I L E  i n  terms of o m i t t e d  F IELD O U T ( 2 ) .  
Therefore you m u s t  be s u r e  t o  declare the  f u l l  r a n g e  of RECORDS for y o u r  
TARGET F I L E ,  i n c l u d i n g  those to be o m i t t e d .  
The nex t  two keywords, POINTER and FOUND, are used w i t h  keyed 
FILES. S e c t i o n  5 .4  d e s c r i b e s  how each RECORD, X, i n  a keyed FILE h a s  a 
FIELD, c a l l e d  a KEY, which c o n t a i n s  a unique i d e n t i f y i n g  alphanumeric 
s t r i n g .  The c o n t r o l  v a r i a b l e  PO1NTER.X c o n t a i n s  an  a r r a y  o f  t h e s e  
s t r i n g s ,  c a l l e d  POINTERS, as elements .  When you d e f i n e  t h e  s t r i n g s  
making up  POINTER.X, you s imul taneous ly  d e f i n e  t h e  d e s i r e d  o r g a n i z a t i o n  
of  RECORDS o f  t h e  keyed FILE. The keyed FILE is rear ranged ,  i n  terms o f  
number and r anges  o f  dimensions, s o  t h a t  the p o s i t i o n s  o f  t h e  RECORDS, 
as i d e n t i f i e d  by  t h e i r  KEYS, match up wi th  t h e  p o s i t i o n s  o f  the 
cor responding  POINTERS i n  PO1NTER.X. For example, t h e  a s s e r t i o n  
s t a t emen t  
would shape  t h e  RECORDS o f  t h e  keyed FILE i n t o  a one-dimensional v e c t o r ,  
whi le  t h e  s t a t emen t  
would r e o r d e r  them I n t o  a two-dimensional matrix. RECORDS from t h e  
keyed FILE having  KEYS f o r  which t h e r e  are no cor responding  POINTERS 
w i l l  be excluded from t h e  reorganized  FILE. 
PO1NTER.X is u s u a l l y  d e f i n e d  i n  terms o f  a n  a r r a y  o f  FIELDS taken 
from a separate r e f e r e n c e  SOURCE FILE. Once t h e  RECORDS o f  t h e  keyed 
FILE are g i v e n  t h e  s t r u c t u r e  o f  t h i s  a r r a y ,  you can  use  s u b s c r i p t s  t o  
refer t o  s p e c i f i c  FIELDS from keyed RECORDS as independent o r  dependent 
v a r i a b l e s  i n  your  a s s e r t i o n  s t a t emen t s .  I n  t h i s  way, you can  use  a 
keyed FILE as a SOURCE FILE, a TARGET FILE, or as bo th  a SOURCE and 
TARGET FILE. I n  t h e  last case, as expla ined  below, you can u s e  POINTER 
and FOUND t o  e a s i l y  update  c e r t a i n  RECORDS i n  a keyed FILE w h i l e  l eav ing  
o t h e r s  unchanged. 
For example, P igu re  8.5 i l l u s t r a t e s  the s p e c i f i c a t i o n  you would 
w r i t e  t o  d e f i n e  t h e  FIELDS of a TARGET FILE i n  terms of t h e  FIELDS from 
a keyed SOURCE FILE. SOURCE FILE E is declared as ISAM, w i t h  s i n g l e  
RECORD v a r i a b l e  FT c o n t a i n i n g  KEY FIELD OUTl and a d d i t z o n a l  FIELD OUT2. 
The c o n t e n t s  o f  SOURCE FILE E are shown in F i g u r e  8 , 6 ( a ) .  I n  t h e  
r e f e r e n c e  SOURCE FILE, B, w e  d e c l a r e  a two-dimensional FIELD v a r i a b l e ,  
D(I,J), w h i c h  c o n t a i n s  t h e  POINTERS w e  w i l l  use t o  r e s t r u c t u r e  FILE E.  
The e lements  o f  D( I, J ) are shown i n  F igu re  8.6( b ) . W e  t h e n  use  the 
s t a t emen t  
t o  d e f i n e  t h e  shape o f  keyed RECORDS as t h e  two-dimensional matrix. The 
FIELD OUT2 of the keyed RECORD v a r i a b l e  FT can  then be d e s c r i b e d  i n  
tenns o f  t h i s  s t r u c t u r e ,  a l lowing  t h e  FIELD v a r i a b l e  K(1,J) i n  TAR~ET 
FILE G t o  be d e f i n e d .  The values of the e lements  of TARGET FIETLD 
K( I, J), d e f i n e d  from SOURCE FIELD OUT2( 1,J ) , are shown i n  F igu re  8.6( c ) . 
MODULE: A; 
SOURCE: B, E; 
TARGET: G; 
1 B IS FILE, 
2 C( * ) IS RECORD, 
3 D(*) IS FIELD (PIC '9'); 
1 E IS FILE KEY IS OUTl ORG IS ISAM, 
2 FT IS RECORD, 
3 OUTl IS FIELD ( PIC ' 9  ' ), 
3 OUT2 IS FIELD (PIC ' 299 ' ) ; 
1 G IS FILE, 
2 H( * ) IS RECORD, 
3 K(*) IS FIELD (PIC ' 299 ' ) ;  
I IS SUBSCRIPT ( 2 ); 
J IS SUBSCRIPT ( 3 ): 
POINTER.FT(I,J) = D(1 , J ) ;  
Figure 8.5 
Example Using POINTER w i t h  Keyed FILE as SOURCE 
If the POINTER variable c o n t a i n s  an i d e n t i f y i n g  s t r i n g  which is n o t  
a WLY f o r  a n y  RECORD i n  t h e  keyed FILE, t h e n  t h e  message 
RECORD NOT FOUND I N  FILE f i l e n a m e  WITH KEY key-value 
is p r i n t e d .  Also ,  i f  the KEY of a particular RECORD from t h e  keyed  FILE 
is n o t  i n c l u d e d  i n  t h e  POINTERS from t h e  r e f e r e n c e  FILE, t h e n  the FIELDS 
of t h a t  RECORD w i l l  n o t  b e  u s e d  t o  d e f i n e  t h e  v a l u e s  of FIELDS i n  the  
TARGET FILE. F o r  example ,  e l e m e n t s  o f  SOURCE FIELD OUT2 from RECORDS o f  
ISAM FILE E w l t h  KEY v a l u e s  of 7 ,  8 ,  and 9 ,  as shown i n  F i g u r e  8 . 6 ( a ) ,  
w i l l  n o t  be used  t o  d e f i n e  TARGET FIELD K(1, J).  
KEY FIELD OUT1 FIELD OUT2 
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(a) C o n t e n t s o f  ISAMSOURCE F I L E E  
( F i g u r e  8 . 6  Cont inued  N e x t  P a g e )  
( b ) Contents of D( I ,  J )  
(C) Contents o f  K( I, J ) 
Figure 8.6 
Contents  o f  D a t a  S t r u c t u r e s  i n  Spec i fca t ion  o f  Figure  8.5 
rJsing a keyed FILE as TARGET is an easy way t o  f i l l  an  empty SAM o r  
ISAM FILE with  d a t a .  For example, Figure 8 .7  shows t h e  s p e c i f i c a t i o n  
you would w r i t e  t o  d e f i n e  t h e  FIELDS of keyed ISAM TARGET FILE M. (Here 
t h e  RECORDS o f  t h e  keyed FILE w i l l  be shaped i n t o  a v e c t o r  r a t h e r  t h a n  a 
mat r ix . )  Whenever t h e  POINTER g ives  a KEY t h a t  is not  a l r e a d y  contained 
i n  t h e  keyed TARGET FILE, then  a new RECORD f o r  t h a t  FILE is def ined,  
wi th  its KEY equa l  t o  t h e  va lue  o f  t h e  POINTER FIELD. ( T h i s  method 
could a l s o  be used t o  add RECORDS t o  an a l r eady  e x i s t i n g  keyed FILE.) 
When the POINTER g i v e s  a KEY value which corresponds t o  a RECORD a l ready  
contained i n  t h e  TARGET FILE, nothing is changed and t h e  message 
FILE f i lename IS  TARGET ONLY, RECORD UPDATE WITH KEY key-value IS 
IGNORED 
is p r i n t e d .  
MODULE: A; 
!3OURCE: B; 
TARGET: M; 
1 8 I S  FILE, 
2 C( * ) I S  RECORD, 
3 D I S  FIELD ( PIC ' 9 ' ), 
3 G I S  FIELD (CHAR ( 5 ) ) ;  
1 M I S  FILE KEY I S  OUT1 ORG I S  ISAM, 
2 F I S  RECORD, 
3 OUT1 I S  FIELD ( PIC ' 9 '  ), 
3 OUT2 I S  FIELD (CE-IAR ( 5 ) ) ;  
I I S  SUBSCRIPT; 
F i g u r e  8 .7  
Example Using POINTER w i t h  Keyed PILE as TARGET 
The m o s t  common u s a g e  o f  t h e  POINTER c o n t r o l  v a r i a b l e  is w i t h  a 
keyed FILE which is used as b o t h  SOURCE and TARGET. T h i s  a l l o w s  you t o  
alter c e r t a i n  RECORDS i n  t h e  keyed FILE w h i l e  n o t  chang ing  o t h e r s .  For  
example ,  you c o u l d  u p d a t e  t h e  RECORDS o f  t h o s e  items i n  a s t o c k  
i n v e n t o r y  which j u s t  a r r i v e d  i n  a sh ipment ,  w h i l e  n o t  a f f e c t i n g  t h e  
RECORDS of y o u r  o t h e r  i t e m s .  F i g u r e  8 .8  shows t h e  ISAM FILE E used as 
b o t h  a SOURCE FILE and a TARGET FILE. T h i s  example is b a s i c a l l y  s i m i l a r  
t o  t h e  two  p r e v i o u s  o n e s  ( s e e  also t h e  example i n  S e c t i o n  5 . 4 ) .  What is 
d i f f e r e n t  is t h a t  e v e r y  time o n e  o f  t h e  v a r i a b l e s  from t h e  ISAM FILE is 
ment ioned i n  a n  a s s e r t i o n ,  it must be accompanied b y  a keyword p r e f i x  
NEW or OLD t o  t e l l  i f  it r e f e r s  t o  t h e  v a r i a b l e  before or a f t e r  the ISAM 
FILE was upda ted .  ( S e e  S e c t i o n  4.6 f o r  a d i s c u s s i o n  o f  t h e  u s e  o f  t h e  
keywords NEW and  OLD.) RECORDS w i t h  KEYS n o t  i n c l u d e d  among t h e  list o f  
POINTERS w i l l  n o t  be upda ted  before b e i n g  e n t e r e d  i n t o  t h e  TARGET FILE. 
Unless  r e d e f i n e d  i n  an a d d i t i o n a l  a s s e r t i o n ,  t h e  KEY FIELDS w i l l  also be 
t h e  same i n  b o t h  t h e  SOURCE and TARGET v e r s i o n s  o f  t h e  keyed FILE. 
MODULE: A; 
SOURCE: B,E; 
TARGET: E; 
1 B IS FILE, 
2 C ( * )  IS RECORD, 
3 D IS FIELD (PIC '9'), 
3 G IS FIELD (PIC 'Z99'  ); 
1 E IS FILE KEY IS OUTl ORG IS ISAM, 
2 FT IS RECORD, 
3 OUTl IS FIELD ( PIC ' 9 ' ), 
3 OUT2 IS FIELD ( PIC '299 ' ); 
I IS SUBSCRIPT; 
POINTER.OLD.FT( I) = D( I): 
NEW.OUTZ(1) = OLD.OUT2(1) + G ( 1 ) ;  
Figure 8.8 
Example wi th  POINTER Using Keyed FILE as both  SOURCE and TARGET 
FOUND .X is a Boolean v a r i a b l e  wi th  t h e  same s i z e  and shape a s  
POINTER.X, that i s ,  w i t h  the same range and number o f  dimensions. It is 
also used w i t h  keyed FILES, which u s u a l l y  have INDEX SEQUENTIAL 
organ iza t ion .  A element o f  F0UND.X con ta ins  a value  o f  t r u e ,  i f  t h e  
correspondinq RECORD, whose KEY is glven i n  POINTER.X, a c t u a l l y  e x i s t s  
in t h e  keyed FILE. I f  t h e  RECORD does not  e x i s t ,  then  t h e  value  of the 
element of FY3UND.X with  corresponding s u b s c r i p t s  i s  f a l s e .  
An example of t h e  use of  F0UND.X is t h e  fol lowing a s s e r t i o n  which 
can be added t o  t h e  s p e c i f i c a t i o n  i n  Figure  8.7. The a s s e r t i o n  is 
and it uses  both FOUND and SUBSET c o n t r o l  v a r i a b l e s .  The e f f e c t  of the  
a s s e r t i o n  is t o  d e l e t e  f r o m  the updated ISAM FILE a l l  RECORDS which 
weren ' t  changed ( whose KEYS weren ' t pointed t o  and found ) . Only o l d  
RECORDS which w e r e  included i n  the update w i l l  remain i n  the keyed 
TARGET FILE. 
APPENDIX A 
FUNCTION LIST 
A . 1  SELECTED BUILT-IN PL/1 FUNCTIONS 
Arithmetic 
A3S r e t u r n s  t h e  abso lu te  value of  a given express ion x. (i t  is t h e  
p o s i t i v e  va lue  o f  x )  
B I T (  x1I , x2 1 1 - Strins-handlinq 
B i t  r e t u r n s  a b i t  s t r i n g  represen ta t ion  of  a given value xl. 
xl express ion t o  be converted. 
x2 an express ion t h a t  can be converted t o  i n t e g e r  spec i fy ing  t h e  
length  of the  r e s u l t i n g  b l t  s t r i n g .  I f  necessary,  x2 is converted 
t o  a b ina ry  l n t e g e r  of p rec i s ion  ( 1 5 , O ) .  I f  x2 is omitted,  the  
length  is determined by t h e  r u l e s  f o r  type  conversion.  
Ari thmetic 
CEXL r e t u r n s  t h e  smallest i n t e g e r  g r e a t e r  than o r  equal  t o  a given value  
X. 
If x is fixed-point  wi th  p rec i s ion  ( p , q ) ,  t h e  p r e c i s i o n  of  the 
r e s u l t  is given by: 
where N is t h e  maximum number of  d i g i t s  al lowable.  
C H A R I X ~ ~  ,x211 Strinq-handling 
CIfAR r e t u r n s  a c h a r a c t e r  s t r i n g  represen ta t ion  of a given value  xl. 
xl express ion t o  be converted. 
x2 an express ion t h a t  can be converted t o  i n t e g e r  spec i fy ing  t h e  length 
of t h e  r e s u l t i n g  charac te r  s t r i n g .  If necessary, x2 is converted 
t o  a b ina ry  i n t e g e r  of  p rec i s ion  (15,O) .  I£ x2 is omitted,  t h e  
length  is determined by t h e  r u l e s  f o r  type  conversion.  
CDPY(xl,x2 ) - 
The COPY b u i l t - i n  funct ion cop ies  a given s t r i n g  xl a x2 s p e c i f i e d  
number of times and concatenates t h e  r e s u l t  i n t o  a s i n g l e  s t r i n g .  
x l  Any b i t -  o r  charac te r - s t r ing  express ion.  If t h e  expression is 
a bi t  s t r i n g ,  t h e  r e s u l t  is a b i t  s t r i n g .  Otherwise, t h e  r e s u l t  
is a c h a r a c t e r  s t r i n g .  
x2 Any express ion t h a t  y i e l d s  a nonnegative i n t e g e r .  The s p e c i f i e d  
count c o n t r o l s  t h e  number of  copies  o f  t h e  s t r i n g  t h a t  are 
concatenated,  as fol lows : 
Value o f  Count S t r i n g  Returned 
a n u l l  s t r i n g  
t h e  s t r i n g  argument 
concatenated copies  o f  t h e  s t r i n g  argument 
Example 
The funct ion re fe rence  
r e t u r n s  t h e  c h a r a c t e r - s t r i n g  va lue  '121212' .  
The CDS f u n c t i o n  r e t u r n s  a f loa t ing -po in t  va lue  t h a t  is t h e  c o s i n e  of an 
a r i t h m e t i c  exp res s ion  x ,  where x r e p r e s e n t s  an  a n g l e  i n  r a d i a n s .  The 
c o s i n e  is computed i n  f l o a t i n g  p o i n t .  
DATE -- 
DATE r e t u r n s  a character s t r i n g  o f  l e n g t h  s i x ,  i n  t h e  form yymdd, 
where : 
yy t h e  c u r r e n t  y e a r  
mm t h e  c u r r e n t  month 
dd t h e  c u r r e n t  day  
DECIMAL(xlC,x2[,x211 1 
Abbrevia t ion :  DEC( x l [  , x2[, x33 ] ) 
A r i t h m e t i c  
DECIMAL r e t u r n s  t h e  dec imal  r e p r e s e n t a t i o n  o f  a g iven  v a l u e  x l  w i th  a 
p r e c i s i o n  s p e c i f i e d  by x2 and x3. 
x l  v a l u e  t o  be conver ted  t o  decimal base. 
x2 unsigned decimal i n t e g e r  c o n s t a n t  s p e c i f y i n g  t h e  number o f  d i g i t s  
t o  be main ta ined  throughout  t h e  o p e r a t i o n ;  ~t must no t  exceed t h e  
implementat ion l i m i t .  
x3 decimal i n t e g e r  c o n s t a n t ,  o p t i o n a l l y  s igned ,  s p e c i f y i n g  the s c a l e  
f a c t o r  o f  t h e  r e s u l t .  For  a f ixed-poin t  r e s u l t ,  i f  x2 is g iven  
and x3 is omi t t ed ,  a scale f a c t o r  o f  z e r o  is assumed. For  a f l o a t i n g -  
p o l n t  r e s u l t ,  o n l y  x2 can  be g iven .  
I f  b o t h  x2 and x3 are omi t t ed ,  t h e  p r e c i s i o n  o f  t h e  r e s u l t  is determined 
from t h e  r u l e s  f o r  base convers ion .  
The EXP b u i l t - i n  func t ion  r e t u r n s  a f loa t ing -po in t  va lue  t h a t  is t h e  
base e t o  t h e  power o f  a n  arithmetic expres s ion  x .  The computation is 
performed i n  f l o a t i n g  p o i n t .  
F I X E D ( x 1 f  ,x2T ,x311) - - Arithmetic 
F I X E D  r e t u r n s  the f ixed-poin t  r e p r e s e n t a t i o n  o f  a g iven  v a l u e  xl w i t h  a 
p r e c i s i o n  s p e c i f i e d  by x2 and x3. 
xl v a l u e  t o  be conve r t ed  t o  f ixed-poin t  scale. 
x2 unsigned decimal i n t e g e r  c o n s t a n t  s p e c i f y i n g  t h e  to ta l  number o f  
d i g i t s  i n  t h e  r e s u l t .  
x3 decimal i n t e g e r  c o n s t a n t ,  o p t i o n a l l y  s igned ,  s p e c i f y i n g  t h e  scale 
f a c t o r  of  the r e s u l t .  If x3 is omi t t ed ,  a scale f a c t o r  of z e r o  
is assumed. 
I f  both x2 and x3 are omi t t ed ,  t h e  d e f a u l t  v a l u e  ( 15,O ), f o r  a b i n a r y  
r e s u l t ,  o r  ( 5 , 0 ) ,  for a dec imal  r e s u l t ,  is assumed. 
FLOAT( xlT , x2 1 1 - Arithmetic 
F W A T  r e t u r n s  t h e  f loa t ing -po in t  r e p r e s e n t a t i o n  o f  a g iven  v a l u e  xl  w i t h  
a precision s p e c i f i e d  by x2 .  
xl va lue  t o  b e  conver ted  t o  f l oa t ing -po in t  scale. 
x2 unsigned decimal i n t e g e r  c o n s t a n t  s p e c i f y i n g  t h e  t o t a l  number o f  
d i g i t s  i n  t h e  r e s u l t .  I f  x2 is omi t t ed ,  t h e  d e f a u l t  va lue  21, 
f o r  a b i n a r y  r e s u l t ,  o r  6 ,  f o r  a dec imal  r e s u l t ,  is assumed. 
FLOOR( x 1 - Ar i thme t i c  
FLOOR r e t u r n s  t h e  l a r g e s t  i n t e g e r  l e s s  t h a n  or e q u a l  t o  a g iven  v a l u e  x. 
I f  x is f ixed-poin t  w i t h  p r e c i s i o n  ( p ,  q), t h e  p r e c i s i o n  of the r e s u l t  is 
g iven  by: 
where N is t h e  maximum number o f  d i g l t s  a l l owab le .  
HIGH r e t u r n s  a c h a r a c t e r  s t r i n g  of l e n g t h  x where each  c h a r a c t e r  is t h e  
h i g h e s t  c h a r a c t e r  i n  t h e  c o l l a t i n g  sequence (hexadecimal  FF) .  
x e x p r e s s i o n  s p e c i f y i n g  t h e  l e n g t h .  I f  necessary ,  x is conver ted  
to  a b i n a r y  i n t e g e r  of p r e c i s i o n  ( 15,Q). 
S t  r ing-handlinq 
INDEX r e t u r n s  a halfword b i n a r y  i n t e g e r  i n d i c a t i n g  t h e  s t a r t i n g  p o s i t i o n  
w i t h i n  the s t r i n g  xl o f  a s u b s t r i n g  i d e n t i c a l  t o  s t r i n g  x2. 
x2 s t r i n g  t o  be searched  
x3 s t r i n g  t o  be searched  f o r  
If x2 does  n o t  occu r  i n  x2, t h e  v a l u e  z e r o  is r e t u r n e d .  
I£ x2 o c c u r s  more t h a n  once i n  xl, the s t a r t i n g  p o s i t i o n  o f  t h e  
first occurence  is r e t u r n e d .  
If any argument is c h a r a c t e r  or dec imal ,  convers ions  are performed 
t o  produce c h a r a c t e r  s t r i n g s .  otherwise i f  t h e  arguments a r e  bit and 
b i n a r y ,  o r  b o t h  b i n a r y ,  convers ions  a r e  performed t o  produce b i t  
s t r i n g s .  
S t  r inq-handlinq 
LENGTH r e t u r n s  a d e f a u l t - p r e c i s i o n  f ixed-poin t  b i n a r y  i n t e g e r  s p e c i f y i n g  
t h e  c u r r e n t  l e n g t h  o f  a g iven  s t r i n g  x. I f  x is b i n a r y ,  it is conver ted  
t o  bit s t r i n g ;  o t h e r w i s e  conve r s ions  are performed t o  o b t a i n  a 
character s t r i n g .  
The LOG b u i l t - i n  f u n c t i o n  r e t u r n s  a f l o u t i n g - p o i n t  value that is the 
base e ( n a t u r a l )  l oga r i t hm o f  a n  arithmetic expres s ion  x. The 
computat ion is performed i n  f l o a t i n g  p o i n t .  The e x p r e s s i o n  x must be 
g r e a t e r  t h a n  zero after its convers ion  t o  f l o a t i n g  p o i n t .  
M A X x l , x 2 . .  . ,Xn) - ----- Ar i thme t i c  
MAX r e t u r n s ,  from a set o f  two o r  more arguments,  the v a l u e  of the 
argument w i t h  t h e  l a r g e s t  v a l u e .  
~ 1 ~ x 2 . .  . , x n  list of va lues  from which the l a r g e s t  is t o  be re turned.  
The maximum number of  arguments t h a t  t h e  funct ion  w i l l  accept  is 64. 
I f  t h e  arguments are fixed-point wi th  p r e c i s i o n s :  
t h e  p r e c i s i o n  of  t h e  r e s u l t  is given by: 
( MIN(  N, MAX( pl-ql  , p2-q2. . . , pn-qn )+ 
MAX(qlfq2.. . , q n )  ),MAX(ql,q2.. . , q n ) )  
I f  t h e  arguments, a f t e r  any necessary conversions have been performed, 
are f l o a t i n g  p o i n t ,  and their p r e c i s i o n s  are pl1p2,p3 . . . p  n,  then  t h e  
p r e c i s i o n  of t h e  r e s u l t  is MAX( p l ,  p2, p3. . . pn ) . 
Arithmetic --------- 
M I N  r e t u r n s ,  from a set o f  t w o  o r  more arguments, the value  o f  the 
argument wi th  t h e  smallest value .  
x l , x Z . . . , x n  list o f  va lues  from which t h e  smal l e s t  is t o  be re turned.  
The maximum number o f  arguments t h a t  the funct ion  w i l l  accept  is 64. 
I f  t h e  arguments a r e  fixed-point wi th  p rec i s ions :  
( MIN( N,  MAX( pl-ql  , p2-q2. . . , pn-qn )+ 
M ( q l , q 2 . .  . ,qn)),MNC(ql,q2..  . , q n ) )  
I f  t h e  arquments, a f t e r  any necessary conversions have been performed, 
are f l o a t i n g  p o i n t ,  and their  p r e c i s i o n s  are p l , p 2 , p 3  . . . p  n ,  then  t h e  
p r e c i s i o n  o f  t h e  r e s u l t  is MA,Y(pl, p2, p3. . . pn ) . 
E D (  x l ,  x2 1 Arithmetic 
MOD r e t u r n s  t h e  smallest non-negative value,  R, such t h a t :  
( a - R ) / x 2  = n where n is an  i n t e g e r .  
R is the smallest non-negative value  t h a t  must be s u b t r a c t e d  from a 
given va lue  x l  t o  make it e x a c t l y  d i v i s i b l e  by t h e  given value  x2. 
If x l  is p o s i t i v e ,  R is t h e  remainder of  t h e  d i v i s i o n  of  xl  and x2; 
i f  xl is negat ive ,  R is t h e  modular equivalent  of  t h i s  remainder. 
If x2 is zero ,  t h e  ZERODIVIDE cond i t ion  is raised. I f  R is 
f loa t ing-po in t ,  t h e  p r e c i s i o n  is t h e  g r e a t e r  of  those  o f  xl and x2; i f  
R is fixed-point ,  t h e  p r e c i s i o n  is given by: 
where ( p l  , q l  ) and ( p2, q2 ) are t h e  p r e c i s i o n s  of  x l  and x2 r e s p e c t i v e l y  . 
I f  xl  and x2 are fixed-point wi th  d i f f e r e n t  scale f a c t o r s ,  R may be 
t runca ted  on t h e  r i g h t .  
REPEAT r e t u r n s  a s t r i n g  c o n s i s t i n g  o f  t h e  s t r i n g  x l  concatenated t o  
i t s e l f  the number o f  t imes  s p e c i f i e d  by x2, i .e .  t h e r e  w i l l  be (x2+1) 
occurrences o f  t h e  s t r i n g  xl. 
x l  s t r i n g  t o  b e  repeated  
x2 an express ion t h a t  can be converted t o  i n t e g e r  i n d i c a t i n g  number 
o f  r e p e t i t i o n s .  
I f  xl is a r i t h m e t i c ,  it w i l l  be conver ted  to s t r i n g  - b i t  s t r i n g  i f  it 
is b i n a r y ,  c h a r a c t e r  s t r i n g  i f  it is a r i t h m e t i c .  If x2 is z e r o  o r  
nega t ive ,  t h e  s t r i n g  x2 is r e t u r n e d .  
I f  x2 i s  dn a r r a y ,  t h e n  x l  should  b e  an a r r a y  wi th  i d e n t i c a l  bounds. 
ROUNDDxl , x u  -- -- Ari thmet ic  
ROUND r e t u r n s  the g iven  va lue  xl rounded at  a d i g i t  s p e c i f i e d  by x2. 
xl t h e  v a l u e  t o  be rounded. 
x2 decimal  i n t e g e r  c o n s t a n t ,  o p t i o n a l l y  s igned ,  s p e c i f y i n g  the 
d i a i t  at which roundina is t o  occu r .  I f  x2 is r m s i t i v e ,  i t  is 
th; ,( x2 ) t h  d i g i t  t o  the r i g h t  o f  t h e  p o i n t ;  i f t  n e g a t i v e ,  i t  
is t n e  (x2.tl)th d i g i t  t o  t h e  l e f t  o f  t h e  [-mint. 
I f  xl is  f l o a t i n g - p o i n t ,  x2 i s  ignored;  t h e  r igh tmost  bit . of the 
inant iasa is se t  t o  1. 
The p r e c i s i o n  of a f ixed-poin t  r e s u l t  is given  by: 
where ( p , q )  is t h e  p r e c i s i o n  o f  xl and N 1s t h e  max imum number o f  d i g i t s  
a l l owab le .  
N o t e  t h a t  t h e  rounding o f  a n e g a t i v e  va lue  r e s u l t s  i n  t h e  rounding 
of  its a b s o l u t e  v a l u e ,  t hen  the s i g n  is rep laced .  
S I G N (  x ) -- ------ A r i t h m e t  ic  
SIGN r e t u r n s  a d e f a u l t - p r e c i s i o n  f ixed-poin t  b i n a r y  i n t e g e r  that 
i n d i c a t e s  whether a g iven  v a l u e  x is p o s i t i v e ,  ze ro ,  o r  n e g a t i v e .  The 
va lue  r e t u r n e d  is as fo l lows:  
v a l u e  o f  x v a l u e  r e tu rned  
The S I N  b u i l t - i n  f u n c t i o n  r e t u r n s  a f loa t ing -po in t  v a l u e  t h a t  is t h e  
s i n e  o f  a n  a r i t h m e t i c  exp res s ion  x,  where x is an  a n g l e  i n  r a d i a n s .  The 
s i n e  is computed i n  f l o a t i n g  p o i n t .  
STRING r e t u r n s  a n  element  s t r i n g  t h a t  is t h e  conca tena t ion  o f  a l l  t h e  
e lements  o f  a s t r i n g  data aggrega te .  
x an a r r a y  o r  s t r u c t u r e  exp res s ion  whose e lements  are e i t h e r  
a l l  c h a r a c t e r  s t r i n g s  and/or numeric c h a r a c t e r  d a t a ,  or 
a l l  b i t  s t r i n g s .  
SUBSTRi x1, x2 C , x3 1) ---- -- S t  r i n g - h a n d l i ~ g  
SLJBSTR r e t u r n s  a s u b s t r i n g  o f  t h e  g iven  s t r i n g  x l .  
xl s t r i n g  from which t h e  s u b s t r i n g  is t o  be extracted. 
x2 an e x p r e s s i o n  t h a t  can  be conver ted  t o  i n t e g e r  s p e c i f y i n g  
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t h e  l e n g t h  o f  the s u b s t r i n g  i n  xl. I f  x3 is z e r o ,  a n u l l  
s t r i n g  is r e t u r n e d .  I f  x3 is omi t t ed ,  t h e  s u b s t r i n g  
r e t u r n e d  is p o s i t i o n  x2 i n  xl t o  t h e  end o f  x2. 
I f  x l  is n o t  a s t r i n g ,  it is conver ted  t o  a b i t  s t r i n g  i f  b i n a r y  o r  a 
c h a r a c t e r  s t r i n g  i f  decimal .  
TIME --- 
TIME r e t u r n s  a c h a r a c t e r  s t r i n g  o f  l eng th  n ine ,  i n  t h e  form hhmmssttt ,  
where : 
h h  t h e  c u r r e n t  hour  
mm number o f  minutes 
ss number o f  seconds 
ttt number of mi l l i s econds  
I f  no t iming  f a c i t l i t y  is a v a i l a b l e ,  TIME r e t u r n s  t h e  v a l u e  ( 9 )  ' ( 3 '  . 
TRANSLATE r e t u r n s  a s t r i n g  t h e  same l e n g t h  as a g iven  s t r i n g  x l  where 
a l l  o r  some of t h e  c h a r a c t e r s  may have been changed. Cha rac t e r s  a r e  
changed acco rd ing  t o  a look-up t a b l e  provided by s t r i n g s  x2 and x3. 
The f u n c t i o n  o p e r a t e s  on each c h a r a c t e r  o f  x l  as fo l lows :  
I f  a c h a r a c t e r  i n  xl is found i n  x3, t h e n  t h e  c h a r a c t e r  i n  x2 t h a t  
cor responds  t o  t h e  one i n  x3 is copied  t o  t h e  r e s u l t ;  o the rwi se ,  t h e  
c h a r a c t e r  i n  x l  is copied  d i r e c t l y  t o  the r e s u l t .  
x l  c h a r a c t e r  s t r i n g  t o  be searched  f o r  possible t r a n s l a t i o n  o f  all 
o r  some o f  its c h a r a c t e r s .  
x2 c h a r a c t e r  s t r i n g  c o n t a i n i n g  the t r a n s l a t i o n  v a l u e s  o f  c h a r a c t e r s .  
x3 c h a r a c t e r  s t r i n g  c o n t a i n i n g  t h e  c h a r a c t e r s  t h a t  are t o  be t r a n s l a t e d .  
I f  x3 is omi t t ed ,  a s t r i n g  o f  256 c h a r a c t e r s  is assumed; it c o n t a i n s  
a l l  possible c h a r a c t e r s  a r ranged  i n  ascending o r d e r  (hexadecimal  00 
through FF ) . 
S t r i n g s  x2 and x3 should be t h e  same leng th ;  o the rwi se  x2 i s  padded 
w i t h  blariks,  o r  t r u n c a t e d ,  on t h e  r i g h t  t o  match t h e  l eng th  o f  x3. 
Any non-character  arguments are conver ted  t o  c h a r a c t e r .  
S t  r ing-handlinq --- 
UNSPEC r e t u r n s  a b i t  s t r i n g  that  is t h e  i n t e r n a l  coded form o f  a g iven  
va lue  x. 
x e x p r e s s i o n  o f  any data t y p e  
The l e n g t h  o f  the r e t u r n e d  b i t - s t r i n g  depends on the a t t r i b u t e s  o f  x. 
If x is a varying-length s t r i n g ,  its two-byte p r e f i x  is inc luded  i n  
t h e  r e t u r n e d  b i t - s t r i n g  . 
! b i t - s t r i n g  : a t t r i b u t e s  o f  x I 
l e n g t h  t I 
I I 
- 1  
16 :FIXED BINARY(p,q) f o r  p < l 6  t 
I 
32 
I 
!FIXED BINARY(p,q) f o r  p>15 I 
1 iFLOAT BINARY ( p )  f o r  p<22 t 
;FLOAT DECIMAL ( p )  f o r  p > 7  I 
: POINTER ( s t a n d a r d  l eng th  ) I I 
1 ---I-- -- 
164 :FLOAT BINARY ( p )  f o r  21<p<54 i 
I ;FLOAT DECIMAL ( p )  f o r  6cpt17 I 
I --- 
jl28 
1 
!FLOAT BINARY(p) f o r  53<p<110 [ 
t :FLOAT DECIMAL(p) f o r  1 6 < p < 3 4  1 
I I 
jn - 1  ;BIT ( n )  I 
I 
I - I : n+16 :BIT VARYING where n is the I 
I :maximum l e n g t h  o f  x. I 
I I 
- 1  j s*n I CHARACTER ( n )  ! 
I ) PIcruRE 
I 
I I 
I ] ( wi th  c h a r a c t e r - s t r i n g  I 
I 
I ; l e n g t h  o f  n )  I 
I I 
I------ - _ _ _  I 
: a7 - (  n+2) ;CIiARACTER VARYING where n is I 
I I 
I i t h e  maximum l e n g t h  o f  x .  I 
1 I 
I ---- I 
I 8*FWOR( n ) FIXED DECIMAL ( p,  q ) f 
I I 
I , :where n = (p+2 )/2 
The pseudova r i ab l e  a s s i g n s  a b i t  s t r i n g  d i r e c t 1  t o  the g iven  v a r i a b l e  
x, i . e . ,  no convers ion  t o  t h e  data t y p e  o f  txe v a r i a b l e  1s a t tempted  
The b i t  s t r i n g  is padded, i f  necessary ,  on t h e  r i g h t  w i t h  z e r o s  t o  m a t &  
t h e  l e n g t h  o f  the v a r i a b l e .  I f  x is a va ry ing  l e n g t h  s t r i n g ,  its 
two-byte p r e f i x  is inc luded  i n  t h e  f i e l d  t o  which t h e  b i t  s t r i n g  is 
as s igned .  
VERIFY( xl , x2 1 S t  r inq-handlinq 
VERIFY r e t u r n s  a d e f a u l t - p r e c i s i o n  f ixed-poin t  b i n a r y  i n t e g e r  i n d i c a t i n g  
t h e  p o s i t i o n  i n  the g iven  s t r i n g  xl o f  t h e  f i r s t  c h a r a c t e r  o r  b i t  that 
is not  i n  t h e  g iven  s t r i n g  x2.  I f  a l l  t h e  c h a r a c t e r s  o r  b i t s  i n  xl do 
appear  i n  x2,  a v a l u e  o f  z e r o  is re tu rned .  The arguments are conver ted  
t o  s t r i n g s  i f  t h e y  are a r i t h m e t i c .  I f  one s t r i n g  argument is b i t  and 
t h e  o t h e r  c h a r a c t e r ,  the b i t  is conver ted  t o  character. 
x l  s t r i n g  t o  b e  scanned f o r  any c h a r a c t e r  no t  i n  x2. 
x2 the v e r i f i c a t i o n  s t r i n g ,  c o n s i s t i n g  o f  a set of 
c h a r a c t e r s  i n  any o r d e r .  
I f  either argument is c h a r a c t e r  o r  dec imal ,  conve r s ions  are performed t o  
produce c h a r a c t e r  s t r i n g s .  Otherwise,  i f  the arguments are b i t  and 
b i n a r y  o r  b o t h  b i n a r y ,  conve r s ions  are performed t o  produce bit. 
A.2  ADDED MODEL FUNCTIONS 
System 
F inds  the maximum value  o f  an a r r a y  o f  e lements .  T h i s  func t ion  can 
be used a c r o s s  r eco rds .  The o p t i o n a l  FOR-EACH.X2 i d e n t i f i e s  t h e  
s u b s c r i p t  on which the maximization is carried o u t .  I n  t h e  absence o f  
any s u b s c r i p t  t h e  r igh tmost  s u b s c r i p t  o f  xl is used. 
System 
F i n d s  t h e  mlnimurn v a l u e  o f  an  a r r a y  o f  va lues .  T h i s  f u n c t i o n  can 
be used a c r o s s  r eco rds .  The o p t i o n a l  FOR-EACH.X2 i d e n t i f i e s  the 
s u b s c r i p t  on which t h e  minimizat ion is c a r r i e d  o u t .  I n  t h e  absence of  
any s u b s c r i p t  t h e  r igh tmost  s u b s c r i p t  o f  xl is u s e d .  
ANYi Xlr , FOR EACH. X2) ) -- System 
T h i s  f u n c t i o n  deno te s  a s e l e c t i o n  o f  a s i n g l e  element o u t  of an 
a r r a y  o f  Xl's which might be indexed ( o p t i o n a l l y )  by the subscripts 
FOR-EACH-X2. I n  t h e  absence o f  any s u b s c r i p t s  t h e  r igh tmost  subscript 
of X1 is used .  
RUNSUM( X l r  , FOR EACH X2 1 * 1 ------- A r i t h m e t i c  
This f u n c t i o n  is i d e n t i c a l  i n  s y n t a x  and execution t o  that  of SUM. 
The difference b e t w e e n  t h e m  is that SUM a c c u m u l a t e s  the s u m  of the 
e l e m e n t s  over the c o m p l e t e  range of the subscripts i m p l i e d  w h i l e  RUNSLJM 
y i e ld s  at any po in t  the c u m m u l a t i v e  s u m  so far. C o n s i d e r  the t w o  
f o l l o w i n g  e x a m p l e s  : 
I. F o r  an i n p u t  f i l e  con ta in ing  a s ingle  f i e l d  A i n  each record it 
is required t o  r e tu rn  a s i n g l e  record containing a f ie ld  B w h i c h  is the 
s u m  of a l l  the f ields A i n  t h e  i n p u t  f i le: 
IN IS FILE( RECORD IS IN-R)( * )  ); 
IN-R IS RECORD ( A )  ; 
A IS F I E L D ;  
OUT IS F I L E  (RECORD IS OUT-R): 
OUT-R IS RECORD ( B ) ;  
B IS F I E L D :  
B = SUM ( A ) ;  
The last assertion can also be w r i t t e n  as: 
B = SUM( A, FOR-EACH . IN-R ); 
B = SUM( A( FOR-EACH . IN-R ) ) , 
B = SUM( A( FOR-EACH . IN-R ) , FOR-EACH . IN-R) ; 
11. consider n o w  the  case that for the  same i n p u t  f i l e  w e  w i s h  a n  
output  f i l e  w i t h  an  o u t p u t  record for each i n p u t  record. The f i leds  i n  
th is  record are C w h i c h  is a copy of A, and D is the c u m u l a t i v e  s u m  of 
a l l  the  A f ie lds  t o  t h i s  po in t .  
I N  IS F I L E  (RECORD IS  I N - R ) ( * ) ) ;  
IN-R IS RECORD ( A) ;  
A  IS P I E L D :  
OUT IS FILE (RECORD IS OUT-R)( * )  1; 
OUT-R IS RECORD ( C , D ) ;  
C IS P I E L D ;  
D IS F I E L D ;  
C = A; 
D = RUNSUM( A )  
The last asser t ion  can also be w r i t t e n  as: 
D = RUNSUM( A, FOR-EACH . IN-R ) 
D ( FOR-EACH . IN-R ) = RUNSUM( A, FOR-EACH . IN-R ) 
etc . 
SUM( XI[ ,  FOR EACH. X2 1 * ) - A r i t h m e t i c  
X1 may be a variable o r  a subscripted variable. T h e  X1 are summed. 
FOR-EACH.X2 is a subscript. I n  t h e  absence of a n y  FOR-EACH.= 
p a r a m e t e r s  the s u m m a t i o n  is p e r f o r m e d  on the  r i g h t m o s t  subscript of XI. 
N o t e  that i n  the presence of several subscripts as p a r a m e t e r s  a m u l t i p l e  
level summation is p e r f o r m e d .  
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