The issues surrounding the question of atomicity, both in the past and nowadays, are briefly reviewed, and a picture of an ACID (atomic, consistent, isolated, durable) 
Introduction
Atomicity is by no means a new issue in the design of computer systems: insights about mutual exclusion primitives and their consequences have developed since the earliest days of the subject [12, 33, 30, 29] . The deepening understanding of atomicity mechanisms led to the development of efficient distributed operating systems [38, 24, 18] , and bolstered with maturing knowledge about data representation, has led to the flowering of a database industry offering products which are sufficiently reliable, and sufficiently easily usable, that they now occupy mission critical positions in many organisations [13, 22, 20, 16, 28, 41] . The vast information resources available on the web provide ever increasing opportunities for applications in all spheres to benefit from a distributed approach.
The watchword of the implementation of an atomic action in these pardigms is the ACID (atomic, consistent, isolated, durable) transaction [25] . This provides the default goal to which implementations now aspire, providing the maximum possible conceptual clarity for the transaction concept, convenient for higher levels of applications.
At the heart of the atomicity question is some notion of refinement. One has a picture of a task, performed atomically at the abstract level, but broken up into fragments, usually co-operating via a protocol, at a more concrete level. The two are supposed to achieve the same ends, so the concrete ought to be some sort of refinement of the abstract. We do not debate here the optimal formulations of refinement for this: in fact many adequate possibilities exist.
In the ideal ACID-refinement-based formulation, the protocol always either runs to a successful conclusion, or the whole attempt gets wiped, leaving no trace. Nowadays however, although the ACID ideal is still highly prized, the necessity to relax some or all of its precepts to avoid excessive performance penalties is widely recognised. This is prompted by scenarios such as web services, long-lived workflows, highly concurrent and highly distributed environments.
Our aim in this paper is to illustrate the capabilities of retrenchment [8, 9, 31, 10, 32] in dealing with the various kinds of circumstance which arise that can spoil the ideal ACID based refinement view of atomicity. On the one hand, the 'atomic action refined to distributed algorithm' perspective generates a strong pull to find common structure across many such situations. On the other, the necessity of departure from the ideal can arise in a myriad ways, leading to a proliferation of incompatible special cases if a common account is pitched at an inappropriate level. It turns out that retrenchment can provide a vehicle for capturing a useful degree of commonality across such situations, while leaving room for incompatibilities regarding specific details.
The commonality arises via the retrenchment Atomicity Pattern, which we introduce in this paper. This is an arrangement of refinements and retrenchments that we show is common to atomicity situations. The idea is developed in the remainder of this paper as follows. In Section 2 we introduce our main example, a pidgin air traffic control (ATC) display application, abstracted from the CDIS development [23] , in which critical pieces of information must reach a family of displays in the correct order (and ultimately in a timely fashion). An 'ideal specification' of this is atomic; a 'more realistic specification' captures some of the realities of asynchrony and of constraints on timing delays. The gap between them is bridged by a series of small retrenchments. (The small size of the model evolution steps is rather reminiscent of the Event-B approach [1, 2] , and of many practical ASM refinements [15, 14] .) In Section 3 we indicate how one might proceed towards an implementation from such a starting point. In Section 4 we abstract from the phenomena introduced thus far, into a general structure for capturing a whole class of similar situations involving atomicity, its refinement and its possible breakdown: the Atomicity Pattern itself. In Section 5 we confront the Atomicity Pattern with a different scenario, namely the atomicity issues arising in the Mondex Purse [39] , and we see that the proposed structure can account adequately for the phenomena in Mondex. Section 6 recapitulates and concludes.
N.B. We express all our models using the Z notation, for its relative conciseness (which we amplify by taking occasional notational liberties). An Appendix summarises the refinement and retrenchment rules we use.
The Abstract Pidgin ATC System
In an air traffic control system, there is (among other things) a family of workstations WS, at which the air traffic controllers sit and do their work. The workstations display a variety of items of information to the controllers, some of them more critical than others. For the most critical items, correct ordering and timeliness are important issues: the controllers must be made aware of changes in the critical items as they occur, within a tightly controlled LATENCY, so that safety in the aerodrome is not compromised.
For simplicity, we assume that there is just one critical item, the QNH value (modelled as a natural number say), and that this is the only item on the workstation display. For an air traffic control system this is, admittedly, a rather drastic simplification.
The system ideal is atomic update of all the displays, so we can build an abstract A model consisting of a single QNH value, updated by an ANewQnh operation, and observed by an AShowWs operation which outputs the QNH value displayed on each workstation: 
Adisp! = WS × {Aqnh}
The atomicity of the ideal model is reflected in the fact that AShowWs always outputs a constant function. However, the reality is that the updates to the system QNH value are broadcast to the individual workstations over a network. This generates transmission delays, and the various tolerances in the system cause these to be observable, within limits. These aspects require a more detailed model than the ideal A model, and we approach the construction of the appropriate 'realistic specification' in a number of steps.
First we build the AH model, which just includes history information: This time conventional refinement is too demanding a notion to describe the relationship between AH and AA, since the outputs of the ShowWs operations do not match up. 3 We need the greater flexibility of retrenchment to capture what is going on. The retrenchment needed is given by the retrieve relation R AH,AA and the output relation for ShowWs, with all other retrenchment data trivial:
A retrenchment output relation generalises a refinement one, in the sense that it can refer to the state variables in relating the observed outputs, whereas a refinement output relation can't. This extra flexibility is needed here: the AH output is the constant value resulting from the latest atomic update, whereas the AA output is a selection of potentially older values from the system history, since there may be some workstations which are not completely up to date.
The retrenchment just introduced is of a special kind. We call it a retrenchment-enhanced refinement (RE-Ref), since it falls short of being a refinement by the smallest of margins. Thus, if we removed the outputs from the systems, we would have a perfectly good refinement, and the observed relationship between the outputs would be derivable from it. Putting it another way, if it is only asynchrony that a change of model is introducing, then the true information contained in the state histories is not being lost, so any disagreement in the outputs of read-only operations on the states, should be explicable from the state histories; i.e. the change of model indeed ought to be capable of being described by an RERef. Of course, similar observations apply when it is the inputs at stake rather than outputs. In that case the asynchrony considerations mean that corresponding inputs arrive at different times in the two models. This can be handled in the within relation of the later occurring operation; a case in point is to be found in Section 5. The utility of RE-Refs in handling issues of asynchrony is the first contribution that retrenchment makes to the atomicity arena.
The next step is to introduce the time aspect, so that we can bring the asynchrony under control. This leads to the AT model, containing an ATtimenow variable with values in TIME (which is the naturals say), and which is updated by an ATTick operation. Also each update of the QNH value is timestamped in the AThisttime variable: To deal with the (small but nonzero) possibility that network delays turn out to be greater than desirable, leading to the failure of the retrieve relation, we need the full power of retrenchment. It is actually the innocuous ATtick operation we need to focus on, since it is the passage of time which causes workstations to become badly behaved. At this point we stub our toe on a small retrenchment pebble.
Since there is no Tick operation in the AA model, normal retrenchment policy dictates that there will be no retrenchment data (i.e. within, output or concedes relations) associated with Ttick. The normal policy is justified by observing that genuinely new operations introduced during a model evolution step, will concern aspects absent from the prior model, and thus any attempt to relate them to the prior model are likely to appear artificial. However, the passage of time may reasonably be taken as a universal (if usually unstated) feature of models, so that viewing the present case as a retrenchment of an unstated skip is entirely justified. This understood, the retrenchment's within and output relations can be trivial, the concession being where the interest lies:
This shows that any workstation with a LATENCY-old update outstanding, will become badly behaved at the next tick unless it is updated beforehand. We now have a route from the utterly atomic A model, to model AT, which abstracts the inevitable asynchrony of an implementation, but which allows the quality of that asynchrony to be quantified via a retrenchment. The A model specifies an unattainable perfection, while the AT model represents a more complex but more realistic specification.
Refinement alone can never reconcile these two widely separated viewpoints, but retrenchment can. The retrenchment from A to AT itself is the composition of the A-AH refinement with the AH-AA and AA-AT retrenchments [6] . We omit the details of the calculation, save to say that the situation is sufficiently straightforward, that the result is obtained by simply translating the variables occurring in the non-trivial bits of the earlier retrenchments to those of the A and AT models, in the obvious way. The retrenchment utilises the LATENCY parameter and permits a stochastic analysis of the circumstances under which the relevant concession becomes valid. Such an analysis can provide a useful negotiating pivot between customer and supplier -the customer would be interested in a precise statement of what constituted timing failure and how often it occurred, but the details of what happened subsequently would be more a matter for the supplier, taking into account the higher level invariants demanded of the system. This scenario illustrates in minature the second contribution that retrenchment makes to the atomicity issue, namely the straightforward incorporation into a formal account, of matters that make implementations of atomic actions insufficiently ACIDic.
What we have so far is the solid arrows of the upper layer of Fig. 1 , which is a commuting diagram of verical refinements and horizontal retrenchments. These connect a family of models involved in our ATC development, abstracted from CDIS [23] . Customarily, the refinement component of the A-AT retrenchment (i.e. A-AH) would enable the A-AT retrenchment to be lifted to generate a more abstract model U using results in [26] . However the fact that A and AH are interrefinable, means that nothing useful would be gained by doing this.
Towards an Implementation of the Pidgin ATC System
Considering the move towards an implementation of the ATC System, we refine our preceding models. We start with model AA, since that is the first along the A-AT path which incorporates asynchrony, which is unavoidable in any implementation. For lack of space our remarks will be merely indicative rather than comprehensive. We sketch model C, a refinement of AA. Here is its state schema:
Model C's 'more realistic' description of the system contains a family of workstations, each containing its own portion of the system state; hence the map Cwsqnh. 6 The network is modelled as an 'ether' of messages containing QNH updates, to which individual workstations help themselves. To disambiguate and preserve order, we have a sequence number type SQNO (modelled as a positive natural number say), and the ether thus becomes a map Cethqnh from sequence numbers to QNH values. Each workstation keeps track of where it is up to with a local copy of the latest sequence number it has processed (via the map Cwsseq).
Noting that SQNO == N 1 , the reader will quickly realise that this is (mathematically) little more than a slightly more verbose restatement of the state schema of the AA model, with an additional dependent variable, Cwsqnh. Recognising this, if we now map the operations in the obvious way (details omitted), we conclude that the given C will be interrefinable with AA. Obviously we could contemplate more dramatic refinements of the AA model, but what we have will do for purposes of illustration.
Similarly, we can build a model D, refining AT. Here is its state schema, again omitting the operations:
The two refinements AA-C and AT-D will be related by not only the AA-AT retrenchment, but a retrenchment C-D. This latter retrenchment will be the obvious counterpart of the AA-AT retrenchment at the (supposedly) lower level of abstraction of C and D. Done properly, it all yields a commuting square of retrenchments and refinements in the lower right half of Fig. 1 . In fact, not only can one build this commuting square independently, but one can generate the D model and the AT-D and C-D constructions (up to interrefinability) using the Postjoin Theorem from [26] . Obviously, one could develop the C and D models further towards implementation by making the modelling increasingly realistic.
The above takes care of the lower layer of Fig. 1 , aside from the model labelled '*'. Model '*' refines AH and is retrenchable to C. It can be obtained via the lowering construction in [26] from AH, AA, C and their relationships, or independently, again yielding a commuting square. The fact that AA and C are interrefinable, means that '*' contains nothing new beyond AH, and the fact that its workstation updates must be atomic, means that it is unrealistic. 
The Retrenchment Atomicity Pattern
The last few remarks indicate that a protocol implementation at the most abstract level possible 8 has to be refinable from C, not from A. And yet A captures the most transparent expression of what one would like the protocol to do, so it would be regrettable to exclude it from a rigorous development. The way to reconcile these views, is to pursue the suggestion that an RE-Ref can indeed be usefully viewed as a kind of refinement, rather than as a retrenchment, which, strictly speaking, it is. This straightens out the composition along the path A-AH-AA-C, into an RE-Ref, collapsing the left hand part of Fig. 1 . The resulting RE-Ref from A to C now expresses a useful change in modelling perspective, in the vertical direction, as an almost-refinement. Moreover, incorporating the ACIDity losing aspects of the retrenchment C-D via the composition A-C-D and then performing the lifting construction from [26] , results in a model U entirely equivalent to the one constructed before, since the overall composition A-C-D yields the same overall composed retrenchment from A to D as before. This is a useful observation since it is often initially easier to express the ACIDity losing aspects in a more concrete model than in a more abstract one. The collection of models A, C, D, U, and their interrelationships constitute the retrenchment Atomicity Pattern, instantiated for this particular example; see Fig. 2 .
Referring to Fig. 1 , we see that it is an instance of the Tower Pattern [11] . This makes the Atomicity Pattern a special case of the Tower. However, a number of features make the Atomicity Pattern deserve to be singled out specially.
First and foremost is the use of RE-Refs (specifically avoiding more general kinds of retrenchment) in the left hand side of the diagram -this collapses the zig-zag that would result if the retrenchment aspects were singled out as such there. Pure loss of atomicity implies that abstract and concrete states can be adrift of the ideal part way through the protocol, but only in a very controlled way, since the concrete is still a refinement of the abstract in the absence of I/O. This close, yet non-ideal relationship between the states, means that observed inputs and outputs which closely reflect those state values will also be in a close, yet non-ideal relationship. For this reason, the very restricted RE-Refs are sufficient for this kind of situation.
Second, is the fact that the fairly large gap between the A and C models encourages us to take a broader perspective on how an atomic and a non-atomic model can be synchronised. The synchronisation mechanism is in fact captured in the retrieve relation between the two models. Considering our example, the finegrained path A-AH-AA-C strongly suggests an early synchronisation; i.e. in each protocol run, ANewQnh is synchronised via the retrieve relation with CNewQnh, 9 with the rest of the concrete protocol following behind. This gives an A-C refinement with retrieve relation R A,Cearly below. However, this is but one possibility.
In general, the single step of an atomic protocol can be mapped to practically any step of a concrete protocol which implements the atomic one, provided the various (in general nondeterministic) outcomes of the two descriptions match up via the retrieve relation. Different choices merely lead to different retrieve relations between the two models. 10 As an example, consider a late synchronisation option in our CDIS example. (N.B. In our example, both early and late formulations of the refinement are forward simulations, since the broadcast protocol is deterministic; i.e. all the workstations always get successfully updated (assuming weak fairness). In general, early synchronisation requires backward simulation to handle nondeterminism after the synchronisation point.) Third, is a fact prompted by the preceding parenthetic remark. The detailed complexities of simulations in which the concrete state is matched to the abstract state after each concrete step of the protocol, can be largely avoided if we take a more coarse grained approach to refinement,à la ASM refinement [15, 14, 34, 35] . Here, the refinement becomes insensitive to state values in the middle of a concrete protocol run, and the retrieve relation is only required to match up abstract and concrete states at the beginning and end. This en bloc approach can yield considerable simplifications in the description of a single run of the protocol, but makes the description of interleaved concurrent protocol runs by independent agents rather more problematic.
In our example, ANewQnh together with a suitable collection of AShowWss would be refined en bloc to an entire concrete protocol run with suitable CShowWss interspersed. Done properly, this would make the previously observed discrepancies between abstract and concrete outputs disappear, since the coarser grain would enable us to schedule the abstract and concrete ShowWss so that they matched up, the details of the scheduling being concealed in the interior of the coarse grained refinement. We do not give the details here, due to the technical complexity of dealing with the interleavings of independent updates. This approach gives further encouragement to the view that an RE-Ref is after all a species of refinement.
The Mondex Purse
Having developed the Atomicity Pattern, in this section we confront it with a different but nevertheless realistically grounded example, the Mondex Purse, to verfy the genericity of the description of atomicity situations that it furnishes.
The Mondex Purse is a smartcard electronic purse for containing genuine money, and as such, is a security critical application. The 1990s development of Mondex was the first such development to achieve the highest possible ITSEC rating of E6, equivalent these days to a Common Criteria rating of EAL7 [19] . The ITSEC E6 rating requires there to be an abstract model, a concrete model, and a proof of correspondence between them; for Mondex, the proof was a manual refinement proof between abstract and concrete Z models. The details of the Mondex project are commercially sensitive; however a public version was produced [39] . The development in [39] remains an impressive achievement, and a trailblazer for showing that fully formal techniques could be applied within realistic time and cost limitations on industrial scale applications. More recently, the Mondex refinement proof has been re-examined using various mechanised approaches; see [37, 36] and [40] . These not only attest to the viability of doing such developments in a fully mechanised manner, but also confirm the solidity of the original manual proof.
Despite the above, the exigiencies of refinement caused a number of issues to be treated in a less than ideal manner in Mondex. In the actual project, the treatment of these was via informal arguments, but a suitably formal treatment would obviously have been better. As such, Mondex provides a superb platform for testing out the efficacy of the retrenchment approach to handling situations which for refinement turn out to be awkward. At the top level of Mondex is an abstract A model, which is a model of atomic funds transfer between purses. A transaction can: either complete successfully (lodging the funds transfered instantaneously in the destination purse); or atomically 'lose' the funds (placing them in a special 'lost' component of the state). Here are the essentials in a cut down world of only two purses, ToPurse and FromPurse, hardwired into the state, forbidding null transactions for simplicity:
At the bottom level of Mondex is a concrete C model. This describes a protocol for secure funds transfer via message passing in which certain messages are assumed unforgeable. We do not have space to describe this in detail, but we can indicate how it works by reference to Fig. 3 .
Two purse owners wishing to participate in a funds transfer insert their purses, the FromPurse and ToPurse, into an interface device, and type in the instructions. The device then initiates the funds transfer process by informing the two purses of the details of the required transaction. The two purses then autonomously initiate the transfer protocol. Each performs the appropriate Start operation, which initialises it for the transaction. As part of its initialisation the ToPurse sends a request message to the FromPurse. Having initialised, the FromPurse waits for the request. When it gets the request, the FromPurse decrements its balance and sends the money in a value message. Upon receipt of the value, the ToPurse increments its balance and sends an acknowledgement message back to the FromPurse. The receipt of the acknowledgement by the FromPurse completes the protocol.
The above describes an unproblematic run of the protocol. Of course much can go wrong in practice. The protocol may get interrupted by accident or by design, and a purse may be subjected to deliberate attack in order to attempt to subvert its integrity (and in the ideal case, to increase the balance it contains beyond what is legitimate). The protocol must be robust against all this. Part of the protection built into the protocol is the fact that any time a purse feels like it, it has the option of doing nothing or of aborting the current transaction: this means that a purse will always respond to any request to perform any of its actions, but the response will be null or aborting if the purse does not consider the request to be appropriate in the context of its current state. This creates a large number of additional playouts of the protocol which are not illustrated in Fig. 3 . Nevertheless it can be shown that all the possible playouts do indeed do the right thing, because the concrete protocol can be proved to be a refinement of the abstract A model, both for successful runs (which refine AbTransferOkay) and for aborting runs (which refine AbTransferLost). See [39] for the original account, and also [7] , which discusses the properties of the protocol in a manner compatible with the present discussion.
How does the preceding fit the Atomicity Pattern? Well, we have A and C models, and C refines A. Since A is atomic and C is not, any operation that reads and outputs the state values will exhibit a discrepancy if abstract and concrete versions are invoked at an inopportune moment; a balance enquiry operation is a case in point. 11 In [39] the abstract transfer is synchronised with the concrete CReqPurse operation, so the discrepancy shows up in a ToPurse enquiry if invoked while the value is in transit, i.e. between the vertical dashed lines in Fig. 3 . In [7] , a different refinement is given which synchronises the abstract transfer with the concrete CValPurse operation, which puts the discrepancy on the FromPurse side. Either way, there is scope for an AA model, introducing asynchrony at the most abstract level. The pros and cons of dealing with balance enquiries in various different ways are studied in depth in [7] .
In [39] , in between the A and C models there is a B model, but it is technically very close to the C model, so it would not play the role of the AA model that we have in mind. However it is very easy to construct a suitable AA model from scratch. We encode a transaction in progress via AAval > 0 for simplicity:
AAbTransferOkay ∆AAbworld
Note that this just separates out the beginning and end of a transaction, which were combined in the A model. What of the horizontal aspects of Fig. 2 , which describe possible lack of ACIDity of the asynchronous protocol? In this regard, we note that Mondex is squarely in the financial world, where the merest whiff of 'alkalinity' in financial transactions is utterly intolerable. In fact the protocol maintains a sufficiently copious (electronic) papertrail, that aborted transactions, even though they do not achieve their original objective, can be traced, and the whereabouts of the funds they involve can ultimately be reconciled with the original intentions of the participants. In this manner, in the financial world, protocol failure is recategorised as a different kind of success.
Of course, there is nothing to stop us using the non-ACID potential of the Atomicity Pattern to quantify some aspects of interest of the protocol, such as the proportion of transactions that might abort under some given set of assumptions or other, but this is a case of using the possibilities of retrenchment (perfectly reasonably) as a technical convenience, rather than a pronouncement about a lack of integrity of the protocol. Another possibility would be to examine the performance of the protocol under the assumption that one or more of the security hypotheses it rests on is weakened.
Conclusions
In the preceding sections, we took a particularly simple example, based on an ATC application [23] , and via a series of simple models and small model evolution steps (reminiscent of the Event-B approach [1, 2] , and of many practical ASM refinements [15, 14] ), teased out how issues arising from non-atomicity of the real system interacted with the remainder of the development. The step from an atomic to a non-atomic model meant that inevitably, if one examined the states of the abstract and concrete models at an inopportune moment, some discrepancy would be observed, which went beyond what traditional substitutivity based notions of refinement could cope with. Quite where the discrepancy might be observed, depended on how one chose to synchronise the atomic abstract action with one of the constituent non-atomic concrete actions which implemented it. (The very non-atomicity of the concrete model guarantees that there will be more than one such choice.) We showed that the greater flexibility of retrenchment could account for what was going on in a rather straightforward manner, one moreover, that readily lends itself to generalisation as a retrenchment Atomicity Pattern. We tested the pattern against a different, and if anything more challenging example, based on the Mondex Purse [39, 7] , and found that it coped with flying colours.
One particularly useful aspect of the Atomicity Pattern was its potential for coping with situations that fell short of perfect ACIDity in the concrete protocol. We showed this in the relatively simple context of the timing aspects of the ATC application. Admittedly this is an extremely simple scenario, and, of course, lack of space precluded us from examining more demanding examples, such as the ACIDity impaired situations that arise in web services, long-lived workflows and their compensated transactions, and highly concurrent and highly distributed environments.
However we can be confident that the retrenchment based Atomicity Pattern approach will be able to handle these much larger situations too. Why? Well, all models of the kind we are considering are defined using a collection of events or operations -a large complex model merely has more of them, they may be more complex, and may be organised into more layers. Provided the model is sufficiently comprehensive, and captures enough of the environment if the environment is implicated in ACIDity losing behaviour, loss of ACIDity will arise through specific events. Provided we model these events appropriately, the changing properties of interest can be captured in suitable retrenchment data (i.e. the within, output, and concedes relations) attached to relevant event or operation descriptions, as we pass from an idealised model to a more realistic and imperfect one.
We will examine more extensive case studies of this elsewhere, but let us close by briefly sketching how such an example might go. Consider a long-lived workflow containing online purchasing transactions. In an ideal world, items are only sold if they are in stock. However, in the real world, it may occasionally happen that the system could sell an item that did not exist due to poor stocktaking. Thus the real world could be described using two stock variables: the 'nominal stock level' used by the system, and the 'true stock level', accurate, but unknown to the system. While the latter remained positive all would be well. But as soon as the system (unknowingly) made a sale that pushed it below zero, the ACID properties would be compromised, since the sale would commit before it became known that it was invalid. In due course, further events would ensue, that (say) resulted in the purchaser being refunded. Although the system would not know it had transacted a rogue sale at the moment it happened, there is nothing to stop a model of the system having such knowledge, and thus being able to identify loss of ACIDity through appropriate retrenchment data.
