Multimedia systems, and in particular games, have special characteristics that make the process of obtaining system requirements very difficult. In most cases, an important work of codification is needed in order to obtain a prototype that can be analyzed by the customer and make requirements elicitation easier. This paper proposes a way of facilitating the process and obtaining a prototype in a short development time. Our proposal is based in the combined use of a well-known methodology for the construction of Multimedia Systems and Alice, and follows an Agent Oriented Software Engineering approach. The work introduces the process proposed as well as a tool that provides support for such process. Besides, a case study shows the application of the process and the tool to a simple example. From this example, the suitability of Agent Oriented Software Engineering approach and the proposed process for game prototype development is concluded.
INTRODUCTION
Nowadays, multimedia systems have a growing relevance among all the computer-based systems. Almost any device, from computers to smartphones or tablets, introduces multimedia components in the applications that they run (Songers et al., 2001) . Besides, Multimedia developments are complex because they imply a multidisciplinary team, which must include: physicist because the system incorporates capabilities such as GPS, gyroscope . . . , mathematicians, graphic designers, musicians, scriptwriters, and, obviously, software engineers .
Among the multimedia systems, games constitute the most complex system to construct. The reason is that they incorporate all the multimedia characteristics, as well as, other aspects, such as: defining the character's behavior and describing the interactions (among game characters or between them and the environment) (Masuch and Rueger, 2005; Capra et al., 2005; Moreno-Ger et al., 2009) .
Despite the importance of multimedia developments, there is not a public methodology or process devoted to multimedia development. Although there are multimedia private companies with productive development processes, they are not public because of the competitive advantage provided.
The special characteristics of multimedia systems (in particular games, which have characters with a behavior and sometimes a certain degree of intelligence) make them suitable for applying the agent concept. Agent Oriented Software Engineering (AOSE) has proof its capability for definition of complex distributed systems, where different agents cooperate to achieve certain goals. Moreover, a previous work (Ramos-Valcárcel, 2011) has shown the correspondence between AOSE concepts and game concepts; for instance agent concept relates to game character, agent tasks to object functionalities, etc.
In AOSE, many methodologies have been proposed for systems development (Pavón and Gómez-Sanz, 2003; Cuesta et al., 2002; Cossentino and Sabatucci, 2004; Sturm et al., 2003) . Among them, INGENIAS methodology has been selected attending two basic reasons. The first reason is that the different models and elements provided by the methodology were very suitable for multimedia modeling, as it has been introduced in previous works (FuentesFernández et al., 2010; Gómez-Rodríguez et al., 2011) . The second reason is that the methodology provides a tool that supports the development, called INGENIAS Development Kit (IDK) (Pavón et al., 2005) . This tool generates automatically code from the models defined using it, so it can be used as an initial version of the system to be developed.
Nevertheless, games are very intensive in animation, so a tool that show how actors behave is needed. Moreover, the producer of a game expects to see a storyboard explaining the general idea of the game in order to take the decision of producing it. Nowadays there are works that automatically generate an animated storyboard from a system description that uses Natural Language (Ma, 2006; Kevin Glass, 2008; Bolaño-Rodríguez et al., 2011) .
Our approach is different, since it generates the animated storyboard from software engineering models. From these models, a particular tool, the Interactive StoryBoard Generator (ISBGen), obtains the system description using XML. This XML documents are used as inputs for Alice (Group, 1995; Cooper et al., 2000) , that visualizes these descriptions and provides them with 3D animation.
Finally, the utility of our approach is proved by using the development process proposed and ISBGen in a simple game development.
The remainder of the paper is organized as follows. Next section introduces the technologies used in this work, as well as, the relationships among them. Then, section 3 describes the ISBGen tool, which automatically generates the multimedia prototype. Section 4 broaches the development process for a system constructed following an AOSE approach and using the INGENIAS meta-models and the proposed tools. In the following section, this process is applied to a case study that shows the results obtained. The paper ends with the conclusions and future work.
TECHNOLOGIES IMPLIED

INGENIAS and IDK
INGENIAS (Pavón et al., 2005 ) is a methodology created for the development of Multi-Agent Systems (MAS). Originally the purpose of INGENIAS was the definition of a specific methodology for MAS development by integrating results from research in the area of agent technology, and from traditional Software Engineering Methodologies. The methodology covers analysis and design of MAS, and it is intended for general use, with no restrictions on application domain (Gómez-Sanz and Fuentes, 2002) . INGENIAS is based on the definition of a set of meta-models which describe the elements necessary to specify and get a MAS from five viewpoints: agent (definition, control and management of agent mental state), interactions, organization, environment, and goals/tasks. The meta-models proposed cover the whole life cycle and capture different views of the system. In the latest years, these meta-models have demonstrated their capability and maturity as supporting specification for the development of MAS (Pavón and Gómez-Sanz, 2003) .
The methodology can define either hardware or software agents, and has been applied in the creation of systems in several engineering fields, such as holonic manufacturing systems (Botti and Giret, 2008) , multisensor surveillance systems (Pavón et al., 2007) , knowledge management systems (Soto et al., 2006) , business workflow definition (Hidalgo et al., 2007) , simple games (Pavón and Gómez-Sanz, 2003) and Product-Line Engineering environments (Cuesta et al., 2007) .
From the very beginning, INGENIAS methodology provides a supporting CASE tool called IDK. This tool facilitates the construction of the different meta-models defined in the methodology and generates code from those definitions, or at least, code templates.
Recently the INGENIAS Agent Framework (IAF) has been proposed taking into account the experience in application of the methodology during several years enabling a full model driven development. This means that, following the guidelines of the IAF, an experienced developer can focus most of his/her effort in specifying the system, and so, a great part of the implementation is converted in a matter of transforming automatically the specification into code.
Alice
Alice (Group, 1995; Conway et al., 2000; Cooper et al., 2000) is a programming environment which facilitates the creation of animations where a virtual world is populated with 3D objects (e.g., people, animals, vehicles . . . ). The tool is available freely and allows to create animated movies and simple video games. The tool has an interactive interface, where the user can drag and drop graphic tiles to create a program and allows to immediately see how the animation programs run.
Alice has a huge library of predefined 3D objects. It includes static and dynamic objects which have a graphical aspect and, for dynamic ones, a predefined behavior. This characteristic makes it very suitable for making a prototype, because, in some cases, the developer only has to choose what object to include in the animation.
Other important advantage of Alice is that it fol- The tool uses Java and C# in its implementation and stores the definitions using XML documents. As stated before, the data structures of both INGENIAS and Alice are based on XML, so that the integration of them is easier.
Moreover, a direct correspondence between the concepts used in the methodology and in Alice has been established in (Ramos-Valcárcel, 2011 ). These conceptual relationships constitute the formal basis for automatic generation of the storyboard. Table 1 reflects such correspondences.
ISBGen
This paper presents the tool ISBGen, which provides a 3D interactive storyboard automatic generation from the elements of the meta-models defined using IDK. ISBGen is one of the contributions of this work and constitutes an important tool to be used in the process of multimedia storyboard generation, as it will be shown in next section. Figure 1 shows IDK with the ISBGen option. The central opened window shows the dialogue that appears when generating the storyboard from the metamodel definitions.
The tool facilitates the automatic production of the Alice file (with extension .a2w) that contains the storyboard in the suitable format. ISBGen translates the meta-models to an XML file that will be used as input in Alice. The use of XML provides a great versatility for adapting the tool, if new characteristics appear in the models or the tools (IDK and Alice). 
PROCESS OF DEVELOPMENT: FROM THE META-MODELS TO THE PROTOTYPE
Traditional game developments usually share two phases: pre-production and production. The first one includes the preliminary works oriented to define the basic characteristics of the game and to propose solutions to the most relevant functionalities. The phase of production will obtain the final product, developing in detail the sequences defined previously. Habitually, in pre-production phase, the scripwriters explain the basic idea using a storyboard which is evaluated by the responsibles of the project. The specifications are given after studying the script or storyboard that graphic designers make. From both resources, script and storyboard, a first prototype of the product can be modeled and an animated sequence is generated . This provides a good simulation of the final sequences to be developed and constitutes a natural way for the customer (producer, director, etc.) of verifying the model built.
Our development process covers the preproduction phase and has as main aim the automatic generation of the storyboard. This process is based on the use of AOSE techniques adapted to multimedia systems, and on the utilization of ISBGen that produces fast simulation of the multimedia project at animation level (Storyboard Interactive). At a high level of abstraction, the process consists of the cyclic application of the following steps: (characters and objects in the scenery) is included. This object can be taken directly from Alice library or adapted from the available ones.
3. The ISBGen tool is used to generate in an automatic way the prototype.
4. The prototype is revised with the customer, the improvements are noted down and the process starts again from the first step. The changes only imply to redefine the meta-models. Figure 2 shows a single iteration of the process previously described.
Starting from a model constructed using IDK, an animated sequence, which constitutes a rapid interactive prototype that can be evaluated by the customer, is obtained. Also, the pre-production team can analyze the results, corroborate the implementation work that has been carried out and repair the deficiencies or optimize the features and animations.
Using this process, it is possible to make available for the customer the idea that the scriptwriter has in mind, but starring with supporting actors (whose cost is significantly lower than protagonists). The prototype developed is a first test, that facilitates the study of all possible technical and graphics solutions to be applied in the final sequences. Moreover, the prototype permits to identify not obvious features and contributes to detect errors and problems that may appear in the future implementation.
The big advantage of this process is that after this first model done in the analysis phase, a sketch of the system and the possible animated sequences that the script creates can be presented to the customer. Moreover, the feedback provided by him can be incorporated directly to the meta-models to improve the scene.
As it has been said before, the process is quick, because, the graphical part of most objects is obtained from Alice library. If it is the case that there is not a suitable object in Alice for a particular element, the graphical part must be modeled in that moment. Nevertheless, the Alice objects can be adapted, if needed.
The process obtains as output a static model, which locates the elements inside the scene and defines what parameters should be modeled. This means establishing a scenery (a location) and natural components of the environment by default. These choices should reflect aspects such as the natural elements that interact with the environment: trees, plants, rivers,wind, rain . . . , or the lighting and its different types (radial, environment, parallel, etc.) .
These elements are considered part of the environment and, as happens in virtual worlds like Second Life (Kumar et al., 2008; Rymaszewski, 2007) and OpenSim (Childers, 2009; Fishwick, 2009) , should have their own predefined attributes. Sometimes, the user should be able to act on such elements, but, in other moments, it is much more interesting that the elements have a random behavior, so that, the user can understand how they interact with the new world (like in some sites of virtual worlds).
The main aim of this part of the process is to fix the meta-model elements that are necessary to represent a multimedia scene and the other elements that are present on the scene but have not a relevant behavior. The agent paradigm provides an enormous potential to model these elements with undefined behavior, that perform the role of extras. The use of intelligent agents allows defining their behavior independently. Once this behavior has been defined, new not anticipated situations may appear from the interaction among agents, and these situations can be identified before interfering with the relevant ones. 
CASE STUDY
The system to be modeled as a basic example is a dialogue between two characters (named Merlin and Grandmother) who discuss how to give each other a particular object. The following section explains in detail and step by step the results that can be achieved using the process previously described and the introduced tools (Alice, IDK and ISBGen).
Structure and Use Cases Models
The initial step of this process will be to define the project structure, that is, the number of scenes/shots that compose the whole system. For the case study, the dialog is composed of a single scene that, in turn, is divided in several shots (in the example of Figure 3 three shots are shown).
Next, a use case diagram must be modeled. Although this kind of diagram is not used in INGE-NIAS, we consider that it is of great utility in this moment of development. The diagram introduces the scenes which form part of the project and verifies the integrity of the structure previously defined. Figure 3 presents the use case diagram for the case study. The diagram shows a system with a scene consisting on three shots, but the example we are dealing with will be focused only in the first shot.
From this diagram, the ISBGen tool creates in Alice the objects defined in the diagram. Each use case corresponds to a shot and the tool introduces a number when generating the Alice object. These numbers indicate the order in which the use cases are going to be played. For instance, the model contained in Figure 3 will generate two objects in Alice: shot1 and shot11. Shot1 refers to "Scene 1", while shot11 corresponds to the "shot1.1" of INGENIAS model that is part of "Scene1"' (see the image in the central bottom part of Figure 4 ). 
Organization Model
Following with the definition of the prototype, next step is defining the Organization Model, which describes the groups of agents, the functionality and the restrictions imposed on the agents. Before starting this diagram it is important to know the actors who interact with the system, their roles and, if the actors play different roles, how this roles will be grouped.
In Figure 4 , the Organization Model of the case study is presented. The system consists of two groups of agents: static and dynamic agent. The agents belonging to the dynamic group are characterized by their capability to attend user interactions, while those of the static group do not require user intervention, so that they are completely autonomous, and act following their established goals.
This model has a direct correspondence with the 3D world modeled in INGENIAS and automatically generated by the tool, which can be seen in bottom part of Figure 4 . ISBGen will generate, both the Merlin and the Grandmother agents from the diagram to Alice code. So, adding another agent to the virtual world would be as simple as including him in the organizational model and link him to a group of agents.
Following the process previously defined, the next step is to define another Organization Diagram. In this case, the diagram details each of the shots associated to a particular scene. For instance, in the diagram of Figure 5 , the interaction between agents that play the roles dynamic and help that fulfil the tasks Request Information and Provide Clues.
From this model, the communication between the two actors that play the roles dynamic and help can be extracted. The dynamic role selects the character to which it makes the request for information and, then the other role, through the establishment of a dialogue, provides the requested information. This dia- logue makes that both roles achieve their established goals. The elements of this diagram are used to determine which tasks are involved in the interactions that occur during the execution of the system.
ISBGen does not use this diagram for code generation, sice since the tasks definition is performed later, and the information provided by this diagram is just illustrative for the developer. For this reason, this step can be skipped and it is only recommended to define these diagrams in large systems where this extra information can be useful.
Tasks and Goals Model
Next phase consists in specifying the order in which the goals must be completed by agents. It is mandatory to take such decision before starting the execution of the system, and it is made through the definition of Tasks and Goals Model. The Tasks and Goals Model represents the relationships between goals, so that the order in which they must be achieved can be deduced. Moreover, the model may be used to break down the goals in the particular tasks that must be done to fulfil them. In the case study, the Tasks and Goals model has a sole goal: to dialogue, so that, the diagram is not showed here.
Task and Goals Model is very relevant in this process because, the hierarchical structure of the system is completed using the information that it contains. The methods and functions responsible for managing the lists of basic and secondary goals are automatically built by ISBGen.
From all the properties available in Alice, we have choose the most suitable ones for defining agent characteristics. In particular, figure 6 reflects in Alice the list of goals, methods, functions and properties associated with the case study. The properties panel (Properties) of the object world (the root of the project) -top left image-is an ordered list of the main goals of the system called GoalHierarchy. It also contains the objects that reference the current, the next and the previous shot. In the methods panel (Methods) -upper right image-the methods for operating on the goals list and for modifying the current shot are shown. The bottom left panel is functions and contains the methods needed to perform operations on agents, objects, shots and goals. Finally, the bottom right panel displays the properties of the object principal, that is,the main attributes of the main character, the list of objects and the list of goals, among others.
Agent Model
Next diagrams to be constructed are based on the Agent Model. An Agent Model must be done for each agent in the system. The model will show the capabilities and goals of each of the actors. The capabilities are represented by tasks, and each task must have an associated goal that must be achieved after execution. Summarizing, the agent model allows a detailed description of existing agents in the multimedia system.
An example of this kind of model is shown in Figure 7 . From the definition of Agent Models, ISBGen generate the data related to the agent, its tasks and goals, the methods, and the list of goals to be met, which will be used in Alice. The figure reflects all the previous attributes for the main character of the case study. Each new feature of the 3D character of the system must be specified in the corresponding Agent Model as a task and, also, the goal accomplished by the task must be specified. For instance, to make an actor capable to move, in the Agent Model an agent with the tasks move and the goal walk must be defined. Once the information is used by ISBGen for generating the character, this will be reflected in the 3D world as a new method of the character of Alice, The bottom part of Figure 7 contain the properties, the methods and the functions for the main character of the case study, in particular the one called Merlinho. The properties panel represented contains the list of objects in the system, the ordered lists of goals and the role played by the agent selected. The second image -lower left-panel shows the object's methods, that is, the basic methods of the dynamic character, the movements and all the functionalities specified in the Tasks and Goal Model for the agents and tasks. The last image, bottom right, shows the functions panel, where the exchanges between the elements and the environment are shown. These functions represent the units of interaction described in the Interaction Model.
Interaction Model
To complete the example of case study, it is necessary to use the Interaction Model. All the information exchanges that occur between two or more actors in the system should be reflected as interactions. This diagram represents the information exchanges, breaks down the actions of each interaction and specifies what is sent, and who is the sender and the receiver. Figure 8 shows the model that defines the dialogue between the two agents, that is the core of the system. The bottom part of the figure introduces the ALICE definitions associated with the interaction units of the model. Each interaction unit appears in ALICE as 
Environment Model
The inclusion of events in the 3D world is done through the Environment Model, by identifying different internal applications that can be used and shared by the actors.
Finally, it will be necessary to describe in detail each of the tasks in the system using again Tasks and Goals Models. In these models the inputs and outputs that occur during the execution of a task and what are the initiators of such events should be described. The example in Figure 9 contains the description of the task Provide clues initiated by receiving certain information, called RequiredInformation. This task produces other task GaveInformation, which is used in the interaction, to complete the objective Provide clues. In addition, the task changes the mental status of the agent responsible for the task.
After modeling the environment, as stated before, an initial review with the customer is carried out. This approach, though simple, allows to discuss with the customer this first prototype of the final product.
Any change to this prototype, represents a very small cost because the system is still in the very early stages of development. So that, this does not signify a cost beyond the predictions and is part of the process of product development. The customer can immediately see this first draft and confirm or change the specification of the generated prototype . Thus, the interaction developer/customer becomes really efficient, resulting in rapid prototypes that conform to the pattern expected. Attending the customer changes, a process redesign, involving product improvement through optimization of the results of the prototype, is followed. With all this, a rapid definition of the expected product, which may be brought to the stage of implementation without risks, is obtained.
CONCLUSIONS
In the first steps of a multimedia project a high-level prototype makes easier the task of obtaining and validating the basic system's functionalities. The prototype makes available to the user an overview of the multimedia product, and facilitates the feedback. This increases the efficiency in the pre-production process, because all the changes needed are made at initial stages of development: unnecessary sequences can be eliminated or others are discovered. Moreover, the obtained models have more meaningful elements whose implementation is partially automated thanks to the tools offered. The use of ISBGen to obtain in an automatic way the storyboard from those definitions substantially reduces the time and costs of preproduction.
The use of a well-defined process supported by several tools introduces a certain degree of formalization in multimedia development, which usually lacks a formal process of software specification. In addition, the use of agent paradigm is very valuable, as the concept of role, associated to a particular agent behavior, enhances the creation of intelligent autonomous behaviors that can discover new situations, not defined a priori, that may occur in the scenes. The use of ALICE, the modeling elements provided by the tool, as well as their by default behavior, makes it much easier to find objects that adapt to a particular situation to model.
Using the case study presented, it can be concluded that modeling a multimedia system is feasible using Agent Oriented Software Engineering. The use of INGENIAS methodology is not specially relevant, and in the future, other methodologies will be used.
We consider this is feasible, because the concepts and elements between different methodologies coincide, and the process proposed can be applied in the same way.
The case study has identified some limitations of the methodology for being used in this kind of developments. For instance, INGENIAS introduces many modeling elements that are not needed for multimedia definitions (like the sequence Model or the BDI mental state). Due to this, in the future, we plan to pose a new methodological proposal that overcomes such limitations. In addition, a new IDK profile for multimedia systems will be defined, which incorporates the proposed changes .
Despite the satisfactory results of ISBGen tool, several improvements are intended to be made in the future, in order to extend its functionalities. In particular, an interesting issue will be to incorporate the capability of selecting the graphical aspect of the agents. At the moment, the tool automatically assigns an Alice character for each of the agents in the system. In the future, the user will be able to choose for each agent its character from the ones available in Alice library.
The process proposed in this paper follows a top-down approach. Nevertheless, once the storyboard is obtained and presented to customer, it suffers changes. Offering a mechanism to automatically incorporate those changes to meta-models definitions, providing some kind of reengineering process, is, at the moment, under study.
Finally, we have the intention of integrate the NPL4INGENIAS tool (Gonzalez-Moreno and Vazquez-Lopez, 2008; Gómez-Rodríguez et al., 2011) in the process of development. NPL4INGENIAS is a tool that obtains the system requirements form its description in Natural Language. The requirements obtained are documented using the INGENIAS meta-models, this implies that the tool can be easily integrated in the process defined here and can simplify the obtention of a first model of the system to construct. A first experiment, which suggest this is possible has been done in (Bolaño-Rodríguez et al., 2011) .
