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Abstrakt
Cílem této diplomové práce je návrh a implementace vlastní mikroblogovací služby, která
bude moci být využívána na Fakultě informačních technologií VUT v Brně a bude zaměřena
na komunikaci v týmech a efektivní vyhledávání v příspěvcích. V této práci je čtenář se-
známen s pojmem mikroblogování, je zde provedena analýza existujících mikroblogovacích
služeb a jsou zde popsány technologie a nástroje, které budou použity při implementaci.
Dále je pak rozebrán samotný návrh, implementace a testování vlastní mikroblogovací služ-
by.
Abstract
The aim of this master’s thesis is design and implementation of team-based microblogging
service, which will be used on the Faculty of Information Technology, Brno University of
Technology. First, concept of the microblogging together with the analysis of an existing
microblogging services and implementation tools is described. Next part of this work goes
into the details of the design, implementation and testing of the developed microblogging
service.
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Kapitola 1
Úvod
S vývojem internetu se vyvíjejí také způsoby komunikace uživatelů. Mezi současné největší
trendy v komunikaci a sdílení informací na internetu určitě patří sociální sítě a mikro-
blogovací služby. Nejznámějším zástupcem sociálních sítí je Facebook, který sdružuje už
více jak 1 miliardu uživatelů (září 2012) [4]. Průkopníkem a také nejznámější mikroblogovací
službou je bezesporu Twitter. Ten v současné době eviduje více než 500 miliónů uživatelů
(únor 2012) [6].
Základním principem mikroblogovacích služeb je sdílení krátkých textových zpráv, které
jsou typicky omezeny délkou (např. 140 znaků). Nutně se nemusíme omezit pouze na textové
zprávy, existují služby na bázi mikroblogů, které slouží pro sdílení fotografií, krátkých videí
a dalších multimediálních dat. Obliba těchto služeb tkví hlavně v tom, že zprávy, které
můžeme rychle vkládat, jsou k dosažení pro potenciálně velké publikum. A také naopak
v tom, že je možné projít spoustu zpráv, které nás konkrétně zajímají, za velmi krátkou
dobu.
Principy mikroblogovacích služeb se postupem času přenesly i do podnikové sféry. Tyto
služby se používají pro efektivnější komunikaci zaměstnanců uvnitř podniků. Např. tak
můžou mezi sebou velmi snadno a rychle komunikovat týmy vývojářů pracující na různých
projektech. Blíže jsou tyto koncepty rozebrány v následujících kapitolách.
Cílem této diplomové práce je návrh a implementace vlastní interní mikroblogovací
služby se zaměřením na sdílení informací v týmech, která bude moci být využívána na
Fakultě informačních technologií VUT v Brně.
Součástí projektu je vytvoření webové služby poskytující API pro práci s mikroblogovací
službou. Dále pak vytvoření klientské webové aplikace využívající toto API.
1.1 Členění práce
Co konkrétně naleznete v této diplomové práci, se můžete dočíst na následujících řádcích:
1. Úvod – Úvodní kapitola (tato kapitola).
2. Analýza zadaní – V této kapitole jsou blíže rozebrány samotné základní principy
mikroblogovacích služeb (2). Dále je diskutováno využití mikroblogů jako platformy
pro komunikaci týmů v podnikovém prostředí (2.2.3). Nakonec jsou blíže analyzovány
nejznámější mikroblogovací služby, zejména ty pro podnikové využití (2.3).
3. Popis technologií a nástrojů – Tato kapitola (3) detailněji popisuje veškeré zvo-
lené technologie, nástroje a principy, které budou dále využity při návrhu, implemen-
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taci a nasazení mikroblogovací služby. V podkapitole (3.1) je rozebrán framework
.NET a to zejména jeho využití pro vývoj webových aplikací. Podkapitola (3.2) popi-
suje některé technologie používané u klientských webových aplikací (knihovny jQuery
a KnockoutJS ). V poslední části (3.3) je diskutováno Windows Azure.
4. Návrh vlastní mikroblogovací služby – Kapitola (4) rozebírá návrh vlastní mi-
kroblogovací služby. Úvodní část se zabývá specifikací a analýzou požadavků (4.1).
Následující část popisuje návrh webové služby včetně detailnějšího popisu způsobu
komunikace a konkrétního návrhu databáze (4.2). Další podkapitola poté diskutuje
návrh klientské webové aplikace (4.3), zejména pak uživatelského rozhraní.
5. Implementace – Tato kapitola (5) rozebírá detailněji implementaci celého projektu.
První část popisuje projekt jako celek (5.1). Druhá část je věnována implementaci
webové služby (5.2), třetí pak implementaci webové aplikace (5.3). Poslední část po-
pisuje testování vytvořené mikroblogovací služby (5.4).
6. Závěr – V poslední kapitole (6) jsou diskutovány výsledky celé práce a možná budoucí
rozšíření.
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Kapitola 2
Analýza zadaní
V této kapitole jsou blíže rozebrány samotné základní principy mikroblogovacích služeb
a další pojmy úzce související s tímto tématem. Dále je diskutováno využití mikroblogů jako
platformy pro komunikaci týmů v podnikovém prostředí. Nakonec jsou blíže analyzovány
některé mikroblogovací služby, zejména ty pro podnikové využití.
2.1 Web 2.0
Web 2.0 je termín pro označení etapy vývoje webu, v níž byl pevný obsah webových strá-
nek nahrazen prostorem pro sdílení a společnou tvorbu obsahu. Poprvé se tento termín
objevil už v roce 1999, avšak za počátek této etapy se považuje rok 2004, odkdy trvá až do
současnosti [26].
Mezi základní charakteristiky web 2.0 patří [22]:
• Uživatel jako přispěvatel – U tradičních webů, byly informace poskytované vý-
hradně autorem webových stránek. U web 2.0 mohou uživatelé přispívat ve smyslu
hodnocení, recenzí či komentářů. Příkladem mohou být uživatelské hodnocení pro-
duktů nabízených na webových stránkách.
• Uživatel se podílí na tvorbě obsahu – Uživatelé sami mohou vytvářet obsah
webových stránek, typickým příkladem je nejznámější internetová encyklopedie Wi-
kipedie.
• Interaktivní webové aplikace – Nahrazení statických webových stránek za použití
moderních technologií jako AJAX.
• Folksonomie (tagování) – Uživatelé sami mohou třídit obsah webových stránek
pomocí tzv. hashtagů (tagů, klíčových slov), na jejichž základě se potom mohou tyto
informace lépe a rychleji vyhledávat.
• Software as a Service (SaaS) – Jedná se o model nasazení softwaru, kdy dochází
k hostování aplikace provozovatelem služby, která je zákazníkům (uživatelům) nabí-
zena přes internet. Ke službě pak uživatelé přistupují typicky přes webový prohlížeč.
Jako příklad se dá uvést Google Apps (Gmail, Maps, Docs, . . . ).
• Poskytování API a tvorba tzv. Mashups – API je zkratkou pro Application
Programming Interface, což česky můžeme nazvat jako rozhraní pro programování
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aplikací. S jeho využitím je možné začlenit funkcionalitu jiné aplikace do aplikace
vlastní. Webové aplikace kombinující služby jiných aplikací se pak nazývají mashups.
Příkladem může být Google Maps API, na kterém je založeno obrovské množství
webových aplikací.
Některé nejznámější webové služby charakteristické pro web 2.0 :
• Weblogy (blogy) – Webové aplikace obsahující příspěvky (typicky jednoho autora),
týkající se nejrůznějších témat a řazených nejčastěji v obráceném chronologickém
pořadí. Blogy poskytují interakci pomocí komentářů.
• Mikroblogovací služby – Služby pro sdílení krátkých zpráv mezi uživateli. Vyvinuly
se z weblogů. Základním rozdílem je délka zveřejňovaných zpráv (v případě textových
zpráv omezena na několik desítek znaků). Detailněji se těmito služby zabývá násle-
dující kapitola (2.2).
• Sociální sítě – Jedná se o internetové služby, které uživatelům umožňují vytvářet
profily (osobní či firemní), komunikovat s jinými uživateli, sdílet informace (fotografie,
videa, . . . ) a provozovat další aktivity (hraní her, vytvářet veřejné či soukromé udá-
losti, . . . ). Sociální sítě také mají vlastnosti mikroblogovacích služeb (tzv. aktualizace
stavů). Mezi nejznámější sociální sítě patří Facebook, Google+, LinkedIn, MySpace
nebo např. česká služba Lidé.cz.
• Služby pro sdílení videa (Youtube, Vimeo, . . . ), fotografií (Flickr, . . . ) a další
podobné.
• Wikipedie – Nejznámější internetová encyklopedie tvořená komunitou uživatelů.
• Google Apps – Sada služeb poskytována firmou Google. Patří sem Gmail, Google
Maps, Google Docs, Google Calendar, . . . Samozřejmě existuje spousta variant těchto
služeb i od jiných poskytovatelů.
2.2 Mikroblogovací služby
Mikroblogovací služby patří mezi poměrně nový způsob komunikace na internetu. Základ-
ním principem je sdílení krátkých zpráv, u nichž se konkrétně neuvádí adresát zprávy.
Obsahem zpráv mohou být krátká textová sdělení, odkazy, obrázky, videa a další multime-
diální data. Následující popis je zaměřen zejména na sdílení krátkých textových zpráv.
Tyto zprávy jsou zpravidla omezeny délkou. Například služba Twitter povoluje pouze
140 znaků na zprávu (odtud tedy předpona mikro). Díky tomu mohou uživatelé těchto
služeb projít velké množství zpráv za krátký časový úsek. Dále mají možnost zprávy filtrovat
dle vlastního zájmu a tím docílit toho, že procházejí pouze to, co je skutečně zajímá. Je
tedy na každém uživateli, které zprávy bude číst a které bude ignorovat. Stejně jako čtení
zpráv je i jejich vytváření velmi rychlý proces, navíc jsou prakticky ihned k dosažení pro
potenciálně velké publikum.
Zprávy, které uživatelé mezi sebou sdílejí, typicky obsahují myšlenky, nápady, názory,
otázky, odpovědi, komentáře na aktuální dění či různá zajímavá témata, odkazy, informace
o tom co uživatelé aktuálně dělají, na čem pracují nebo kde se nacházejí.
Posílání a čtení zpráv je možné dle následujících způsobů (ne všechny služby poskytují
všechny způsoby) [23]:
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• Web – Webové stránky dané služby.
• Email – Využití emailového klienta.
• SMS – Odesílat a číst zprávy lze také pomocí textových zpráv na mobilním telefonu
(za běžný poplatek poskytovatele telefonních služeb).
• API – Většina služeb poskytuje také vlastní veřejné API. Díky tomu je možné poté
vytvořit klientskou aplikaci prakticky na jakoukoliv platformu (desktopová aplikace,
aplikace pro mobilní zařízení, . . . ).
• XMPP – Standardizovaný komunikační protokol, dříve známý pod označením Jabber.
Mikroblogovací služby jsou v dnešní době velmi populární a to jak na osobní, tak pro-
fesionální úrovni. Přátelé se tak mohou udržovat lehce v kontaktu, spolupracovníci mo-
hou koordinovat schůzky nebo jednoduše sdílet užitečné zdroje. Známé osobnosti mohou
zveřejňovat zprávy o jejich koncertech, přednáškách, termínech vydání nové knihy, nového
alba a mnoho dalších využití [16, 7, 24].
2.2.1 Koncepty používané v mikroblogovacích službách
Followings Jedná se o skupinu uživatelů, u kterých máte zájem číst jejich zprávy. Kaž-
dého takového uživatele si musíte explicitně do této skupiny přidat.
Followers Tato skupina je naopak skupina uživatelů, kteří mají zájem číst vaše zprávy.
Je možné zablokovat vybrané uživatele z této skupiny a tím jim zakázat nadále číst vaše
zprávy.
Sdílení zpráv Jedná se o možnost sdílet zprávy uživatele, jehož zprávy sledujete, mezi
uživatele, kteří sledují vás.
#Hashtagy (tagy, klíčová slova) Jsou klíčová slova či fráze uvozena znakem # (volba
tohoto symbolu pochází ještě z dob IRC komunikace a dnes už se považuje prakticky za
standard). Plní funkci metadat dané zprávy. Používají se pro označení tématu, o kterém
zpráva mluví. Díky těmto tagům je pak možné jednoduše sledovat všechny zprávy mluvící
o stejném tématu, i když jsou od nejrůznějších uživatelů (př. hashtag #sandiegofire,
odkazující na přírodní katastrofu v San Diegu v roce 2007, který v počátcích Twitteru
velmi zpopularizoval používání těchto tagů).
Obecně se hashtagy nemusí použít pouze pro označení tématu dané zprávy, ale je možné
použít jakákoliv klíčová slova, dle kterých bude možné zprávu vyhledat. Avšak označování
zpráv klíčovými slovy, které s obsahem zprávy nijak nesouvisí, pak vede k degradaci tohoto
systému. Stejně tak velké množství tagů na zprávu. Dalším problémem při používání hash-
tagů může být nejednoznačné označení zpráv. Jde o případy, kdy uživatelé, zprávu mluvící
o stejném tématu, označí lehce odlišnými hashtagy. Tento problém se dá alespoň částečně
řešit našeptávači, které uživateli při psaní hashtagu nabídnou již existující hashtagy.
Více slovní spojení se v hashtagu zapisují bez mezer. Často se používá tzv. Camel-
Case notace (např. již zmíněný hashtag #sandiegofire by se v této notaci zapsal jako
#SanDiegoFire) [13] .
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@Mentions, @Replies Jsou obdobně jako hashtagy klíčová slova. Uvozena jsou tento-
kráte nejčastěji znakem @ (např. Google+ používá znak +). Slouží pro označování uživatelů.
Za znakem @ tedy vždy následuje uživatelské jméno. Důvodem značení uživatele ve zprávě
může být buď to, že chceme, aby si uživatel zprávu přečetl (uživatel bude upozorněn).
Případně tak můžeme naznačit, že danému uživateli odpovídáme na otázku nebo prostě
chceme jen označit uživatele v dané zprávě.
Oblíbené Jde o možnost vybrat zprávy jako oblíbené. Díky této možnosti se dá později
k takto označeným zprávám vrátit.
Soukromé zprávy Některé mikroblogovací služby povolují také posílání soukromých
zpráv mezi jednotlivými uživateli (ke zprávě se dostane pouze odesílatel a příjemce), tento
princip je stejný jako např. u emailové komunikace. Typicky je možné však zprávu odeslat
pouze uživateli, který sleduje vaše příspěvky (máte ho ve skupině Followers). A to z dů-
vodu zamezení posílání nevyžádaných zpráv. Výjimkou jsou pak mikroblogovací služby pro
podnikové využití, kde je např. možnost posílat zprávy všem uživatelům ve vaší organizaci.
Feed (stream,
”
proud“ zpráv) Jedná se způsob zobrazení jednotlivých zpráv uživateli.
Typické je obrácené chronologické pořadí (tedy od nejnovějších). Může se jednat o globální
”
proud“, případně mohou být zprávy organizovaný do určitých skupin (využití pro komu-
nikaci v týmech).
2.2.2 Využití, výhody a nevýhody
Nejčastější využití mikroblogovacích služeb [16]:
• Propagace – Mikroblogy jsou často používány k propagaci nových článků, webů,
ale zejména i produktů. Společnosti využívají mikroblogovací služby jako nový ko-
munikační kanál pro nabízení svých produktů, současně i získávají zpětnou vazbu od
uživatelů na nabízené produkty.
• Externí/interní komunikace – Veřejná komunikace nebo komunikace uvnitř týmů.
• Hledání informací – Mikroblogovací služby mohou sloužit také k vyhledávání nad-
cházejících událostí, zajímavých odkazů, nástrojů, . . .
• Rychlé skupinové řešení problému – Možnost rychle distribuovat otázku mezi
větší množství lidí.
• Živé reportáže z nejrůznějších událostí – Zaznamenávání průběhu událostí (např.
tisková konference pro představení nového produktu na trh). Zprávy se označují ha-
shtagy popisující danou událost. Ostatní uživatelé pak tyto zprávy mohou sledovat
a tím získat živý přenos z dané události.
• Informační výzkum – Např. použití nástrojů na vytváření anket a dotazníků.
Shrnutí výhod mikroblogovacích služeb [16, 24]:
• Rychlost – Krátká forma příspěvků umožňuje publikovat a číst velmi rychle. Díky
propojením služeb s mobilními telefony (SMS, klientské aplikace) je možné publikovat
přímo z dějiště událostí.
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• Dostupnost – Publikovaná zpráva je najednou dostupná pro celé skupiny uživatelů
(v závislosti na typu služby a bezpečnostním nastavení). Odpadá nutnost konkrétního
adresování zprávy.
• Filtrování zpráv – Pomocí hashtagů, followings a dalších konceptů je možné číst
pouze zprávy, které nás zajímají. Lépe se tak dá vypořádávat i se spamem.
• Jednoduchost – Služby je možné začít používat bez delšího učení.
Shrnutí nevýhod mikroblogovacích služeb [16, 24]:
• Soukromí – U služeb jako Twitter, může kdokoliv číst vaše zprávy.
• Zabezpečení – Jde o problém zabezpečení účtů u těchto služeb. Potenciální útočník
může získat přihlašovací údaje k cizímu účtu a poté pod tímto účtem publikovat jaké-
koliv zprávy. Např. v roce 2011, kdy byl na Twitteru prolomen oficiální účet americké
televizní stanice Fox, na kterém se záhy objevily falešné zprávy informující o úspěšném
atentátu na současného amerického prezidenta [14].
• Omezení velikosti zpráv – Počet znaků na zprávu může být někdy nedostačující.
Zejména v případě zveřejňování URL odkazu, který sám o sobě může mít velikost
několik desítek znaků. Tento problém alespoň částečně řeší služby na zkracování URL
odkazů (např. bit.ly, goo.gl, . . . ).
2.2.3 Mikroblogovací služby v podnikovém prostředí
Mikroblogovací služby pronikly již i do sféry podnikového prostředí. Využívají se pro komu-
nikaci uvnitř nejrůznějších organizací – firem (týmy, oddělení, . . . ), univerzit, výzkumných
oddělení a dalších podobných institucí. Konkrétním příkladem může být např. tým IT vý-
vojářů pracující na určitém projektu, přičemž členové mohou sídlit na různých pobočkách
firmy (třeba i na různých kontinentech). V takovém případě je komunikace klíčovým prvkem
v úspěšnosti daného projektu. Cílem nasazení mikroblogovací služby je co nejvíce zjedno-
dušit a zpřehlednit komunikaci, zabránit duplikaci informací a informačnímu zahlcení.
Některé základní rozdíly oproti klasickým mikroblogovacím službám:
• Není tak striktní omezení délky publikovaných zpráv
• Vytváření skupin pro komunikaci – Tyto skupiny typicky odpovídají jednotlivým
pracovním týmům, oddělením, atd. Mohou být veřejné (kdokoliv z organizace se může
připojit) nebo naopak soukromé (pouze pro pozvané uživatele).
• Vyšší nároky na zabezpečení – Většinou se pracuje s citlivými daty.
• Uživatelé se typicky znají – Nebo alespoň mají možnost získat o uživateli nějaké
základní informace (např. jméno, pozice ve firmě či organizaci, oddělení, pracovní
historie, další kontakty jako telefon, email, . . . ).
• Předdefinované hashtagy pro různé typy zpráv – Často vedoucí týmů pro
přehlednost definují jaké tagy a pro jaké účely používat.
• Registrace pomocí firemních emailů – Na základě emailu je pak uživatel přidělen
do sítě, reprezentující danou firmu či organizaci.
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Existují principiálně 2 způsoby nasazení mikroblogovací služby pro podnikové využití:
• SaaS (Software as a service) – U této varianty běží mikroblogovací služba na
serverech poskytovatele. Zákazník (firma, organizace, . . . ) ji poté využívá za měsíční
poplatky (existují samozřejmě i bezplatné verze, které však např. nenabízejí tolik
nástrojů nebo takovou úroveň zabezpečení, administrace a podpory). Výhodou této
varianty je rychlost nasazení a také nižší cena. Vhodné především pro menší projekty
s kratší dobou trvání.
• Vlastní instalace – Zde je mikroblogovací služba provozována přímo na serverech
uvnitř organizace. Někdy se také nazývá jako behind-the-firewall řešení. Může se jed-
nat o zakoupenou licencovanou mikroblogovací službu nebo např. nějaké open-source
řešení. Nasazení takové služby je pak pomalejší a typicky za vyšší cenu. Nabízí však
větší bezpečnost dat a kontrolu přístupu. Tento způsob je vhodnější pro větší a déle
trvající projekty nebo v případech, kdy se pracuje s opravdu velmi citlivými daty.
Nejčastější využití mikroblogovacích služeb v podnikovém prostředí (konkrétní procen-
tuální rozložení pochází ze studie služby Communote [2]):
• Poskytování aktualizací (43.8%) – Nejčastější typ zpráv. Do této skupiny patří
informování týmu o nadcházejících aktivitách, poskytování informací o prováděných
úkolech (úkol započat, úkol dokončen, nastal problém při provádění, . . . ), informace
o učiněných rozhodnutích, upozornění na nadcházející události, upozornění na kritické
problémy a mnohé jiné.
• Řízení (20.9%) – Rozdělení úkolů mezi členy týmu, seznam úkolů k provedení, sociální
odezva (zprávy typu
”
Dobrá práce“).
• Sdílení informací (15.9%) – Mezi informace sdílené mezi uživateli typicky patří od-
kazy a reference, nové nápady a řešení problémů, které jsou relevantní k prováděnému
projektu.
• Otázky (13.7%) – Uživatelé pokládají otázky týmu na řešení nejrůznějších problémů,
na nejvhodnější rozhodnutí v projektu, otázky týkajících provedených úkolů, . . .
• Dodatečné informace (2.9%) – Např. týmový protokol, přihlašovací údaje, detaily
kontaktů, . . .
• Diskuze (2.9%) – Názory uživatelů, objasňování pojmů, . . .
Nedá se jednoznačně určit, zda nasazení mikroblogovací služby uvnitř týmů povede ke
zvýšení či snížení produktivity. Jde zejména o to, jak se jednotliví členové k tomuto způsobu
komunikace postaví. Zdrojem informací pro tuto kapitolu jsou [2, 17, 12].
2.3 Analýza nejznámějších mikroblogovacích služeb
V této kapitole jsou detailněji rozebrány některé mikroblogovací služby pro podnikové vyu-
žití. Jelikož těchto služeb existuje velké množství a jsou si typicky velmi podobné, byly pro
podrobnější analýzu vybrány pouze některé.
Výjimkou mezi mikroblogovacími službami pro podnikové využití je již několikrát zmí-
něná služba Twitter. Jedná se o průkopníka mikroblogovacích služeb obecně a dnes nejob-
líbenější mikroblogovací službu vůbec.
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2.3.1 Twitter
Twitter [25, 23] byl spuštěn 15. července 2006. Autorem této proprietární služby je ame-
rický webový vývojář Jack Dorsey. Jedná se o jednu z prvních mikroblogovacích služeb.
Dnes zaujímá pozici nejpopulárnější mikroblogovací služby. Čítá již přes půl miliardy uži-
vatelů, denně je posláno více jak 340 milionů zpráv a je vygenerováno více jak 1.6 miliardy
vyhledávácích dotazů. Díky tomu se Twitter řadí mezi 10 největších internetových služeb.
Twitter podporuje čtení a vytváření zpráv přes webové rozhraní, veřejné API (nejčastěji
mobilní aplikace) a pomocí textových zpráv z telefonu. Tyto zprávy se nazývají Tweety. Ne-
registrovaní uživatelé mohou číst tweety jiných uživatelů, pokud chtějí sami posílat zprávy,
musí se zaregistrovat. Twitter podporuje veškeré koncepty zmiňované v kapitole 2.2.1. Na
zkracování URL adres je používána vlastní služba Twitteru – t.co. Twitter je přeložen do
několika světových jazyků (v beta verzi je už i čeština).
Jak již bylo zmíněno výše, nejedná se mikroblogovací službu pro podnikové využití.
Postrádá možnost vytvářet skupiny (tím je např. soukromá komunikace týmů prakticky
nemožná).
Obrázek 2.1: Ukázka mikroblogovací služby Twitter (účet samotného Twitteru)
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Hlavní výhody Twitteru:
• Je zdarma
• Jednoduchý na používání
• Velká základna uživatelů
• Aplikace pro každý
”
chytrý“ telefon
Hlavní nevýhody Twitteru:
• Nelze využít pro týmovou komunikaci (tedy obecně pro podnikové využití)
• Všechny zprávy jsou veřejně dostupné
• Mnoho účtů je neaktivních
2.3.2 Yammer
Yammer [29] je jedna z prvních mikroblogovacích služeb pro podnikové využití. Byla
spuštěna v roce 2008. Zakladatelé jsou David O. Sacks a Adam Pisoni. Tuto proprietární
službu dnes využívá více jak 200 tisíc firem po celém světě. V roce 2012 byl Yammer koupen
společností Microsoft za 1.2 miliardy dolarů.
Uživatelé se registrují pomocí firemních emailů, na jejichž základě jsou přiřazeni do
sítě reprezentující jejich firmu. Dále se mohou přidávat do různých skupin. Ty typicky
odpovídají týmům či oddělením firmy, kterých jsou součástí. Uvnitř těchto skupin pak
probíhá komunikace.
Přístup je podobně jako u ostatních služeb umožněn přes webové rozhraní, mobilní
aplikace, desktopové aplikace nebo také Microsoft SharePoint.
Yammer navíc oproti dříve zmiňovaným konceptů umí i real-time komunikaci mezi
online uživateli (chat), sdílení souborů (i s verzovacím systémem), vytváření stránek, anket,
oznámení a událostí, poskytuje také různé analytické nástroje, nástroje pro pokročilejší
administraci a ještě mnoho dalších funkcí využitelných v podnikovém prostředí.
Yammer je nabízen ve 3 modelech – basic (zdarma), business (5 dolarů za uživatele
na měsíc, nabízí navíc pokročilejší možnosti administrace, podporu a služby ze strany Ya-
mmeru) a model enterprise (15 dolarů za uživatele za měsíc, ještě pokročilejší možnosti
správy, integrace a podpory).
Největší výhodu je, že tato služba nabízí prakticky veškeré nástroje potřebné pro mik-
roblogování uvnitř podniků. Nevýhodou pak může být např. to, že bude potřeba nějaký čas,
než se uživatelé seznámí se všemi funkcemi Yammeru a naučí se je patřičně používat. Další
nevýhodou může být fakt, že pro menší projekty je Yammer až příliš komplexní nástroj
nebo např. cena. Uživatelské rozhraní služby je možno vidět na obr. 2.2 1.
2.3.3 SocialCast
SocialCast [28] je další mikroblogovací proprietární služba pro podnikové využití. Je vyví-
jena společností vmware. Nabízí velmi podobné funkce jako výše popisovaná služba Yammer.
SocialCast používá přes 20 tisíc firem po celém světě (z těch známějších např. Nokia nebo
Philips). Prodejní model se zde trochu odlišuje. SocialCast je nabízen v téměř plné verzi
zdarma, až v případě, že firma potřebuje více jak 50 uživatelů, začíná platit poplatky.
1Zdroj obrázku – http://opentheblinds.com/wp-content/uploads/2011/11/screenshot_feed.jpg
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Obrázek 2.2: Ukázka mikroblogovací služby Yammer
2.3.4 StatusNet
StatusNet [27] je open-source mikroblogovací server, který implementuje standard OSta-
tus (nahradil dřívější standard OpenMicroBlogging), který umožňuje výměnu zpráv mezi
mikroblogovacími službami. Společnosti (či jednotlivé osoby) si tak mohou tento server
nainstalovat a používat jako vlastní mikroblogovací službu.
StatusNet i přesto, že se jedná o open-source řešení, tak nabízí funkcionalitu vyrovná-
vající se předchozím dvěma službám.
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Kapitola 3
Popis technologií a nástrojů
Cílem této kapitoly je popis technologií, nástrojů a technik používaných při vývoji a na-
sazení webových aplikací. Jelikož však existuje obrovské množství takovýchto technologií
a nástrojů a jejich kompletní výčet by byl nad rámec této diplomové práce, tak následující
text bude zaměřen pouze na konkrétní zvolené technologie, nástroje a postupy, které budou
použity při tvorbě vyvíjené mikroblogovací služby.
První část této kapitoly popisuje zvolený framework .NET, zejména pak tvorbu webo-
vých aplikací pomocí tohoto frameworku. Druhá část diskutuje technologie používané na
straně klienta. Konkrétně javascriptové knihovny jQuery a KnockoutJS. Poslední část je
věnována principům nasazení webových aplikací, je diskutováno cloudové řešení Windows
Azure.
3.1 Microsoft .NET Framework
.NET (čte se
”
dotnet“ ) je framework od společnosti Microsoft. Je určený pro vývoj a běh
desktopových, webových a mobilních aplikací. Jeho hlavní součástí je rozsáhlá knihovna
tříd a tzv. Common Language Runtime (CLR), což je virtuální prostředí pro běh aplikací.
Pro .NET je možné programovat pomocí nejrůznějších jazyků. Mezi ty nejpoužívanější
patří C#, VisualBasic.NET, F# (funkcionální programování pro .NET ), J# (Java pro
.NET ), C++/CLI (C++ pro .NET ), . . . Každá aplikace, ať už je napsána v jakémkoliv
jazyce, je pak přeložena do společného jazyka (Common Intermediate Language – CIL). Ten
je posléze za běhu (CLR) převáděn do nativního kódu. CLR se mimo jiné stará také o správu
paměti (garbage collector), strukturované zpracování výjimek, ochranu před neoprávněným
přístupem do paměti, spojování komponent napsaných v různých jazycích atd.
.NET aplikace jsou primárně určeny pro operační systém Windows. Existují však pro-
jekty, které se snaží o multiplatformní rozšíření. Mezi nejznámější patří např. projekt Mono.
Existuje několik verzí .NET frameworku. Nejnovější verze (4.5) byla vydána v srpnu
2012.
Mezi nejvýznamnější součásti .NET frameworku patří (viz obr. 3.1)1
• Common Language Runtime – Viz výše.
• Base Class Library – Knihovna tříd poskytující základní funkcionalitu (např. IO
operace, práce s XML a databází, síťová komunikace, vlákna, kryptografie, . . . ).
1Zdroj obrázku – [18]
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Obrázek 3.1: Microsoft .NET Framework
• WinForms – Starší způsob vytváření grafických uživatelských rozhraní.
• ASP.NET – Vytváření webových aplikací. Více v následující kapitole (3.1.1).
• ADO.NET (ActiveX Data Objects) – Představuje množinu tříd nabízejících slu-
žby pro přístup k datům a tvorbu databázových aplikací.
• WPF (Windows Presentation Foundation) – Nový způsob vytváření grafických
uživatelských rozhraní. Hlavním cílem WPF je oddělení definice uživatelského roz-
hraní od logiky aplikace (byl vytvořen značkovací jazyk XAML). WPF má také pro-
pracovanější data-binding (mechanismus synchronizace dat a uživatelského rozhraní).
Dále umožňuje tvořit bohatší uživatelské rozhraní (využití 3D grafiky, animací, lepší
podpora vektorové grafiky, . . . ).
• WCF (Windows Communication Foundation) – Součást frameworku pro vy-
tváření distribuovaných aplikací (často používáno pro implementaci architektury ori-
entované na služby – SOA).
• WF (Windows Workflow Foundation) – Umožňuje tvorbu aplikací založených
na workflow.
• Card Space – Správa digitálních identit uživatelů.
• ADO.NET Entity Framework – Součást .NET frameworku pro objektově-relační
mapování (více v kapitole 3.1.4).
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• LINQ (Language Integrated Query) – Integrovaný jazyk pro dotazování nad
různými typy dat (více v kapitole 3.1.5).
• Parallel LINQ – Paralelní verze LINQ.
• Task Parallel Library – Rozšíření .NET pro vytváření paralelních algoritmů.
• . . .
Microsoft společně s frameworkem nabízí také integrované vývojové prostředí pro tvorbu
aplikací v .NET – Microsoft Visual Studio. Nejnovější verze nese označení Microsoft
Visual Studio 2012. Zdrojem informací pro tuto kapitolu bylo [18].
3.1.1 ASP.NET
ASP.NET je součást .NET frameworku, která je určená pro tvorbu webových aplikací
a služeb. Předchůdcem této technologie je ASP (Active Server Pages). Je důležité pozna-
menat, že obě technologie se od sebe však fundamentálně odlišují. ASP je interpretovaný
skriptovací jazyk pro tvorbu dynamických webových stránek, principiálně velmi podobný
např. jazyku PHP. Zatímco ASP.NET je komplexní platforma pro tvorbu webových apli-
kací a služeb, fungující stejně jako jakékoliv jiné .NET aplikace, tzn. kód je překládán
do CIL a prováděn na CLR. Díky tomu nabízí ASP.NET hned několik výhod. Mezi ty
nejvýznamnější patří:
• Díky kompilaci kódu běží aplikace rychleji
• Více chyb je možné odchytit už při vývoji
• Redukce duplicitního kódu (šablony)
• Bohatý výběr ovládacích prvků a knihovních tříd
• Výběr mezi větším množstvím programovacích jazyků
• Snížení zatížení serveru
• . . .
ASP.NET zastřešuje 3 různé přístupy k tvorbě dynamických webových aplikací – Web
Pages, Web Forms a MVC. Každý tento přístup má své výhody, nevýhody a typické
případy užití.
Web Pages Jedná se o nejjednodušší možnost tvorby webových aplikací, kterou ASP.NET
nabízí. Kód, který je prováděn na straně serveru, se vkládá standardně mezi HTML značky.
Je podporována nová Razor syntaxe. Více o této syntaxi je k nalezení v kapitole 3.1.3.
Pořadí provádění kódu je jednoduše – od shora stránky dolů.
Web Pages dále nabízí komponenty zvané Helpers. Tyto komponenty výrazně zjed-
nodušují často prováděné úkoly, které vyžadují velké množství napsaného kódu a vyšší
znalosti programátora. Příkladem může být vložení grafu zobrazujícího určitá data, vložení
”
proudu“ zpráv z nějaké mikroblogovací služby, vložení formuláře pro odeslání emailu nebo
vložení Facebook tlačítka
”
To se mi líbí“ na vyvíjené webové stránky. Pro poslední zmíněný
úkol stačí použít Facebook Helper a zavolat metodu LikeButton.
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@Facebook.LikeButton()
Žádný jiný kód programátor psát nemusí, Helper vygeneruje veškerý kód za něj. Něko-
lik Helpers komponent je přímo zabudováno ve Web Pages, desítky dalších se však dají
stáhnout z internetu (NuGet manažer balíčků).
Pro vývoj Web Pages webů je možné zdarma použít nástroj Web Matrix. Jedná se
o IDE, které poskytuje editor webových stránek, databázový manažer, webový server pro
testování a nástroje pro publikování webových stránek. Jedná se o jednodušší variantu
k Visual Studiu, které může být pro vývoj jednoduchých stránek až příliš komplexní nástroj.
Výhodou tohoto přístupu je zejména jednoduchost, rychlost použití a plná kontrola nad
vytvářenými HTML soubory. Nevýhodou je to, že se tento přístup nehodí pro rozsáhlé
projekty, kde se kód časem může stát nepřehledným.
Web Forms Tento přístup je vhodný zejména pro programátory, kteří přecházejí z pro-
středí událostmi řízeného programování. S tímto principem je možné se setkat např. u vy-
tváření desktopových aplikací s GUI (WinForms, WPF, . . . ). Program je řízen událostmi,
jako je stisk tlačítka, pohyb myší přes nějakou komponentu atd. Tyto události jsou odchy-
távány a program na ně patřičně reaguje.
Web Forms umožňují oddělení vzhledu aplikace od její logiky (princip tzv. code-behind).
Základním stavebním prvkem jsou komponenty zvané Controls. Jde o klasické prvky jako
tlačítka, textová pole, seznamy, checkboxy, atd. Ale také o složitější komponenty jako např.
grafy. Controls zapouzdřují složitost HTML, JavaScriptu a CSS. Není tedy potřeba hlubší
znalost těchto jazyků. Je podporována validace vstupů, data-binding, používání šablon a da-
lší praktiky, které se u standardních HTML komponent musí řešit složitěji. Jedná se o tzv.
server-side komponenty, což znamená, že kód je prováděn na straně serveru.
Vývoj je u tohoto modelu možný WYSIWYG (What You See Is What You Get) způ-
sobem, což se hodí např. pro rychlé vytváření prototypů webů, RAD (Rapid Application
Development), . . . Slabinou tohoto modelu je složitější provádění jednotkových testů.
MVC Poslední možností jak v ASP.NET vytvářet webové stránky je ASP.NET MVC.
Tento přístup je založen na návrhovém vzoru Model-View-Controller (MVC ), který
odděluje datovou část, řídící logiku a prezentační část aplikace.
MVC rozděluje aplikaci na 3 základní části. Models (modely) – tyto objekty slouží
pro uchovávání dat, se kterými se pracuje. Ty jsou dále typicky ukládány do perzistentních
úložišť jako jsou např. databáze. Views (pohledy) – prezentují data z modelů uživateli
(uživatelské rozhraní). Controllers (řadiče, kontroléry) – reagují na akce uživatelů odpo-
vídajícími změnami v modelech a uživatelském rozhraní.
Na rozdíl od Web Forms je MVC více nízkoúrovňový model programování, kde není
možné používat abstrakce jako Controls. Je tedy nutné mít větší znalosti v HTML, HTTP,
CSS a JavaScriptu. Výhodou je však plná kontrola nad vyvářeným HTML kódem, URL
adresami a možnost využití plného potenciálu JavaScriptu a CSS. Stejně jako u Web Pages,
i zde se používá nová Razor syntaxe, která je představena v kapitole 3.1.3.
V MVC je mnohem jednodušší psát jednotkové testy. Je zde tedy výrazná podpora pro
vývoj řízený testem a agilní metodologie.
ASP.NET podporuje nejnovější verze jazyka HTML a CSS – HTML5 a CSS3. Zdrojem
informací pro tuto kapitolu bylo [1, 9, 33].
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3.1.2 ASP.NET Web API
Jednou z novinek představených v ASP.NET 4 je právě ASP.NET Web API [33]. Jak
již název napovídá, tato novinka umožňuje vytvářet HTTP služby, které mohou být
využívány širokým spektrem klientů (webové prohlížeče, desktopové aplikace, aplikace pro
mobilní zařízení, . . . ).
ASP.NET Web API je tedy ideální platforma pro vytváření RESTful aplikací v .NET
frameworku. RESTful aplikace jsou webové služby implementující REST (Representational
State Transfer) architekturu. REST je architektura rozhraní, navržená pro distribuované
prostředí a určená pro jednotný a snadný přístup ke zdrojům (datům). REST je tedy
orientován datově, nikoli procedurálně (na rozdíl od známějších XML-RPC či SOAP).
Zdroje mají vlastní identifikátor URI a REST definuje čtyři základní metody pro přístup
k nim, které jsou známé pod označením CRUD (Create, Retrieve, Update, Delete). Tyto
metody jsou implementovány pomocí metod HTTP protokolu [11]:
• GET (Retrieve) – Tato metoda vrací specifickou reprezentaci zdrojů (dat) pro
zadanou URI. Ta může vypadat např. následovně – /api/products. Jedná se o příklad
internetového obchodu, který nabízí různé produkty. Součástí URI mohou být také
parametry – /api/products/{id} nebo /api/products?category={category}.
• POST (Create) – Vytvoření nového zdroje. Pro příklad internetového obchodu
a vytváření nového produktu bude URI stejná jako výše – /api/products. V pozadí
jsou pak předána konkrétní data o produktu (název, cena, . . . ).
• DELETE (Delete) – Smazání zadaného zdroje (/api/products/{id}).
• PUT (Update) – Aktualizace zadaného zdroje (/api/products/{id}).
Data vyměňována mezi API a klientem se mohou přenášet v různých formátech – XML,
JSON, RSS, ATOM, . . . První dva zmíněné se používají nejčastěji.
XML (eXtensible Markup Language) [19] Je univerzální značkovací jazyk. V mnoha
ohledech velmi podobný jazyku HTML. Hlavním rozdílem je fakt, že XML bylo navrženo
pro přenos a ukládání dat, zatímco HTML bylo navrženo pro zobrazování dat. XML doku-
menty tedy popisují logickou strukturu dat, nezabývají se jejich vzhledem. XML neobsahuje
žádné předdefinované značky (jako v HTML – <body>, <head>, . . . ). Značky se definují při
vytváření dokumentu, aby co nejlépe odpovídali logické struktuře dat (viz obr. 3.2). Tento
formát je dobře čitelný pro lidi, stejně tak i dobře zpracovatelný počítačem.
JSON (JavaScript Object Notation) [30] Je, stejně jako XML, formát pro přenos
dat. Tento formát je ještě jednodušší než XML, tím se stává strojové zpracování snadnější.
JSON se skládá z 2 základních komponent – objektů a polí. Objekt je seznam, čárkami
oddělených dvojic jméno : hodnota, který je uzavřen ve složených závorkách. Pole je pak
jen seznam hodnot, také oddělených čárkami. Zde jsou použité hranaté závorky. Jméno je
vždy reprezentované textovým řetězcem. Hodnota může být buď textový řetězec, číselná
hodnota, booleovská hodnota, vnořené pole nebo vnořený objekt. Na obr. 3.2 je srovnání
XML a JSON formátu pro jednoduchý případ dat.
ASP.NET Web API umožňují tzv. Content Negotiation. To znamená, že server a klient
se mohou domluvit na konkrétním formátu pro přenos dat. Mezi standardně podporovanými
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XML JSON
<?xml version="1.0" encoding="UTF-8" ?>
<person>
  <name>John</name>
  <surname>Doe</surname>
  <age>30</age>
  <phoneNumbers>
    <phone type="home">722536212</phone>
    <phone type="work">518424707</phone>
  </phoneNumbers>
</person>
{
  "name" : "John",
  "surname" : "Doe",
  "age" : 30,
  "phoneNumbers" : [
    { "type" : "home",
      "number" : 722536212 },
    { "type" : "work",
      "number" : 518424707 }
  ]
}
Obrázek 3.2: Srovnání XML a JSON formátu
formáty samozřejmě mimo jiné nechybí XML a JSON. Je však možné vytvářet i vlastní
formáty (vytvoření vlastní formátovací třídy).
Web API je možné použít jak u ASP.NET MVC, tak u ASP.NET Web Forms, které
byly diskutovány v předchozí kapitole. Základní komponentou Web API je API cont-
roller, který se v mnohém podobá controllers komponentám v MVC. Tato komponenta
implementuje akce na výše zmiňované metody (GET, POST, DELETE a PUT ). Pro le-
pší představu obr. 3.3 ukazuje implementaci jednoduché metody GET, která vrací seznam
všech produktů internetového obchodu. Současně je zobrazena stejná metoda v ASP.NET
MVC. Zde můžete vidět, že Web API nabízí mnohem čistější kód. A také to, že URI se
odvozuje od názvu kontroléru.
public class ProductsController : Controller {
  // GET: /products/
  [HttpGet]
  public ActionResult Index() {
    return Json(Store.GetProducts(), JsonRequestBehavior.AllowGet);
  }
}
ASP.NET MVC
public class ProductsController : ApiController {
  // GET: /api/products/
  public List<Product> Get() {
    return Store.GetProducts(); 
  }
}
ASP.NET Web API
Obrázek 3.3: ASP.NET Web API vs. ASP.NET MVC
3.1.3 Razor
Razor je nový zobrazovací engine s jednoduchou syntaxí, který byl představen v ASP.NET
MVC 3. Má se stát náhradou či konkurencí současných řešení – Spark, NHaml a dalších.
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Jedná se vlastně o novou syntaxi, pro tvorbu dynamických webových stránek. Zejména jde
tedy o způsob vkládání částí kódu do HTML, které jsou prováděny na straně serveru.
Razor si klade mezi hlavní cíle zejména kompaktnost (minimalizace napsaných znaků),
která umožní rychlejší vývoj a jednoduchost, díky které se vývojáři novou syntaxi naučí
snadno a rychle. Dále je důležité zmínit, že se nejedná o úplně nový jazyk, Razor využívá
syntaxi z C#/VB.NET, kterou vývojáři dobře znají. Razor při vývoji ve Visual Studiu
nabízí výbornou podporu našeptávačů a je navržen pro jednoduché použití jednotkových
testů.
Blok kódu v Razor syntaxi začíná znakem @, není potřeba uvádět žádné explicitní
ukončení bloku kódu. Tím vzniká mnohem přehlednější kód, např. oproti použití ASPX, kde
je potřeba uvádět počáteční (<%=) a ukončovací značky (=%>). Razor nabízí také jednodušší
způsob rozdělení stránek na rozložení stránky (layout) a samotný obsah (@RenderBody(),
@RenderSection(), . . . ) [8].
3.1.4 Entity Framework
Entity Framework je součást .NET frameworku, která slouží pro objektově-relační
mapování. Tedy pro automatickou konverzi dat mezi relační databází a objektovou re-
prezentací dat v programu. Díky tomu je možné psát databázové aplikace s minimálním
množstvím kódu pro přístup k datům (SQL).
Existují 3 odlišné přístupy práce s Entity Framework. Database-first – nejdřív je
vytvořena databáze, dle ní Entity Framework vygeneruje odpovídající kód. Model-first
– nejdřív jsou vytvořeny databázové modely (pomocí vizuálního designeru), Entity Fra-
mework na základě tohoto modelu vytvoří databázi a odpovídající kód. Code-first – u to-
hoto přístupu se nejdřív vytvoří požadované třídy (POCO – Plain Old CLR Object), Entity
Framework vygeneruje odpovídající databázi.
Microsoft nabízí vlastní relační databázový systém Microsoft SQL Server. Nejnovější
verze nese označení Microsoft SQL Server 2012. Entity Framework je možné také použít
s nejrůznějšími jinými relačními databázemi, mezi ty nejznámější paří MySQL, Oracle,
SQLite, FireBird, . . . [33]
3.1.5 LINQ
LINQ (Language Integrated Query) je jazyk pro dotazování nad různými typy dat, který
je přímo integrován do .NET programovacího jazyka. Díky tomu jsou dotazy kontrolovány
už při překladu aplikace a většina chyb se tak odhalí už v této době. Kromě dotazování lze
typicky také provádět efektivní modifikaci dat. Pomocí tohoto nového přístupu je možné
jednotně pracovat s takřka jakýmikoliv daty (databáze, XML, objekty, . . . ). .NET fra-
mework nabízí několik oficiálních implementací LINQ, které by měli pokrýt potřeby běžné
aplikace pracující s daty:
• LINQ to Objects – Pro práci se standardními kolekcemi objektů, které se nacházejí
v paměti.
• LINQ to SQL – Pro práci s Microsoft SQL Server (od verze 2000). Lze použít jako
objektově-relační mapování.
• LINQ to XML – Pro práci s XML daty.
• LINQ to DataSet – Pro práci s ADO.NET datasety.
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Existují i další neoficiální implementace, např. LINQ to Amazon, pro dotazování nad kni-
hami v tomto internetovém obchodě.
Dále se zaměříme na implementaci LINQ to Objects. Práce s daty je možná dvěma
způsoby. První je pomocí tzv. standard query operators, což jsou nové metody rozšiřující
rozhraní IEnumerable. Nalezneme zde metody jako Where, OrderBy, Select atd. Druhou
možností je použití nových klíčových slov (where, select, orderby, . . . ), což je vlastně jen
tzv.
”
syntax sugar“ pro předcházející možnost. Obr. 3.4 porovnává použití obou zmíněných
přístupů na jednoduchém příkladu (získání celých čísel menších než 4 ze zadaného seznamu).
int[] numbers = new int[5] { 1, 2, 3, 4, 5 };
IEnumerable<int> result = 
  numbers.Where(i => i < 4).OrderByDescending(i => i);
int[] numbers = new int[5] { 1, 2, 3, 4, 5 };
IEnumerable<int> result = from num in numbers
                          where num < 4
                          orderby num descending
                          select num;
Standard query operators
Nová klíčová slova
Obrázek 3.4: Ukázka použití LINQ v .NET
.NET framework verze 4 představil také PLINQ (Parallel LINQ), což jak název napo-
vídá, je paralelní verze LINQ (paralelní provádění dotazů pro rychlejší získání výsledků).
Zdrojem informací pro tuto kapitolu bylo [15].
3.2 Technologie na straně klienta
3.2.1 jQuery
jQuery je javascriptová knihovna, která usnadňuje skriptování na straně klienta. Klade
důraz na jednoduchost, čitelnost a rychlost. Tato knihovna byla vytvořena v roce 2006,
jedná se o zdarma nabízený open-source software pod MIT licencí. Je podporována všemi
nejpoužívanějšími webovými prohlížeči (IE, Firefox, Chrome, Opera, Safari, . . . ).
jQuery patří mezi nejpopulárnější javascriptové knihovny, které jsou dnes na internetu
používány. Díky své popularitě ji Microsoft začlenil přímo do Visual Studia, kde je možné
tuto knihovnu využívat např. při vývoji ASP.NET MVC webových aplikací.
jQuery bylo navrženo pro zjednodušení navigace v HTML dokumentu, výběru DOM
elementů, manipulaci s CSS, zpracovávání událostí, vytváření animací a AJAX webových
aplikací. jQuery také nabízí možnost tvorby pluginů, které umožní vývojářům vytvářet
abstrakce pro nízko-úrovňovou interakci a animace. Tento modulární přístup umožňuje
jednoduché vytváření dynamických webových aplikací s bohatým uživatelským rozhraním.
jQuery knihovnu tvoří jediný javascriptový soubor – jquery.js, který je potřeba stan-
dardním způsobem připojit k HTML stránce, na které chceme funkce této knihovny využít.
Pro přístup k jQuery funkcím se používá symbol $. Jedná se vlastně o alias pro jmenný
prostor jQuery. Samozřejmostí je kvalitní dokumentace2, která detailněji popisuje veškerou
2http://api.jquery.com/
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funkcionalitu jQuery [31].
3.2.2 KnockoutJS
KnockoutJS je javascriptová knihovna, která obdobně jako jQuery usnadňuje práci s Ja-
vaScriptem. Na rozdíl od jQuery se však nesnaží být univerzální a zaměřuje se zejména na
přenos stavu komponenty do uživatelského rozhraní a zpět. Věci jako práci s AJAX tedy
přenechává jiným knihovnám (např. právě jQuery). Knihovna KnockoutJS byla vytvořena
v roce 2010. Jedná se o velmi kompaktní, čistě javascriptovou a open-source knihovnu.
Funguje se všemi nejpoužívanějšími webovými prohlížeči.
Mezi klíčové funkce, které tato knihovna nabízí tedy patří – automatické obnovování uži-
vatelského rozhraní při změně datového modelu (použití Observables), jednoduchý způsob
provázání komponent uživatelského rozhraní a datového modelu (tzv. binding) a jednodu-
chá rozšiřitelnost.
KnockoutJS využívá návrhový vzor Model-View-ViewModel (MVVM). Model
reprezentuje uložená data používaná v aplikaci a je nezávislý na uživatelském rozhraní.
Typicky se používá AJAX volání pro čtení a zápis těchto dat, která se nachází na serveru.
ViewModel je reprezentace (čistě v kódu) dat a operací nad nimi. Pro ilustraci uvažujme
komponentu editovatelného seznamu. ViewModel zde bude reprezentovat objekty, které se
nachází v tomto seznamu, a poskytované metody pro vkládání a odebírání prvků seznamu.
Nejedná se o samotné uživatelské rozhraní ani o samotný model dat, zde se operuje pouze
s neuloženými daty, se kterými uživatel právě v seznamu pracuje. View je viditelné inter-
aktivní uživatelské rozhraní, které reprezentuje stav ViewModel. Tedy zobrazuje informace
z ViewModel (aktualizace při každé změně) a posílá příkazy do ViewModel (např. stisk
tlačítka, . . . ).
Zdrojem informací pro tuto kapitolu bylo [32], je zde k nalezení také kompletní doku-
mentace popisující veškerou funkcionalitu knihovny KnockoutJS.
3.3 Windows Azure
Tato kapitola diskutuje jeden možný způsob nasazení ASP.NET aplikace a to konkrétně
cloudové řešení Windows Azure. V první části této kapitoly je rozebrán samotný pojem
cloud computing. Druhá část se pak už konkrétně věnuje řešení od Microsoftu – Windows
Azure.
Cloud computing Je v poslední době často skloňovaným pojmem v IT oboru. Základní
myšlenkou cloud computingu je převod infrastruktury (servery, zálohovací řešení, firewally,
. . . ), vývojové a aplikační platformy (operační systém, databázový server, . . . ) i samotného
softwaru (aplikace) do formy služby. Tuto službu poskytuje svým zákazníkům poskytovatel
cloud computingu, a to obvykle prostřednictvím internetu. Tento poskytovatel provozuje
a spravuje infrastrukturu, na které případně provozuje a spravuje dané operační systémy
a aplikace. Tuto infrastrukturu poté za poplatky nabízí zákazníkům.
Mezi zákazníky můžeme zařadit vývojáře nebo obecněji společnosti zabývající se vývo-
jem softwaru, které cloud využívají jako způsob nasazení jejich aplikací. Výhodou je to,
že odpadá nutnost pořízení, instalace a správy vlastní infrastruktury. Druhým typem zá-
kazníků jsou již koncoví uživatelé, kteří využívají konkrétní aplikace nasazené v cloudu.
Ti přistupují k aplikacím typicky prostřednictvím webových prohlížečů (případně jiných
klientských aplikací). Uživatel tak fyzicky na svém počítači nemusí nic instalovat, nemusí
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se starat o konfigurace, aktualizace a další věci. K aplikaci a tedy i svým datům může
přistupovat odkudkoliv (různé počítače, mobilní zařízení, . . . ), stačí mít jen internetové
připojení.
Důležitou vlastností u cloud computingu je škálovatelnost. Jedná se o možnost dy-
namicky měnit parametry nabízených služeb. Např. vyšší výkon a větší přenosové pásmo
po dobu zvýšené zátěže. Což u standardních web-hostingů možné není. Škálovatelnost je
uskutečnitelná díky technologii virtualizaci serverů.
Dle nabízených služeb můžeme cloud computing rozdělit na 3 základní skupiny:
• IaaS (Infrastructure as a Service) – Tento koncept znamená, že poskytovatel
cloud computingu poskytuje zákazníkům infrastrukturu (servery, datová úložiště, . . . ).
• PaaS (Platform as a Service) – V tomto modelu poskytovatel poskytuje kromě
infrastruktury také kompletní aplikační nebo vývojové prostředí, pro které je možné
vyvíjet vlastní aplikace. Zákazníkem jsou v tomto případě vývojáři, kteří na dané plat-
formě vyvinou aplikaci, kterou následně budou uživatelé využívat v podobě konceptu
SaaS.
• SaaS (Software as a Service) – Poslední možností je poskytování softwaru jako
služby. Uživatelé si tedy kupují přístup k aplikaci, ne aplikaci samotnou.
Dle způsobu nasazení dělíme cloud computing do 4 skupin:
• Public cloud – Služby jsou nabízeny široké veřejnosti.
• Private cloud – Služby jsou nabízeny pouze uvnitř organizace. Provozovatelem je
buď sama organizace anebo třetí strana. Tento model se snaží řešit jeden z nejpalči-
vějších problémů cloud computingu a to zabezpečení dat.
• Comunity cloud – Infrastruktura cloudu je sdílena mezi několika organizacemi.
• Hybrid cloud – Kombinace public a private cloudu.
Pojem cloud computing je starý už více jak 50 let. Za duchovního otce cloud compu-
tingu je považován John McCarthy, profesor z americké univerzity MIT, který v roce 1961
jako první prezentoval myšlenku sdílení počítačových technologií. Důvodem, proč se cloud
computing naplno rozvíjí až teď, je zejména to, že teprve dnešní počítače mají dostatečný
výpočetní výkon a přenosové rychlosti na internetu dosahují požadovaných hodnot pro
praktickou realizaci této myšlenky [10, 34].
Microsoft nabízí vlastní cloudové řešení nazvané Windows Azure Platform. Plat-
forma Windows Azure se skládá ze čtyř základních částí – Windows Azure, SQL Azure,
Windows Azure AppFabric a Windows Azure Marketplace.
Windows Azure je prostředí pro běh aplikací a ukládání dat v datových centrech Micro-
softu, která jsou rozmístěna po celém světě. Při vytváření cloudové služby existuje mož-
nost výběru určitého regionu, kde bude zvoleno datové centrum. Tím můžeme nasazovanou
službu umístit co nejblíže potenciálním uživatelům. SQL Azure jsou služby pro uložení
relačních dat v cloudu, vycházející z Microsoft SQL Serveru. Windows Azure AppFabric
jsou služby infrastruktury cloudu pro aplikace běžící v cloudu nebo lokálně v síti. Windows
Azure Marketplace slouží pro online nákup aplikací a dat pro cloud.
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Dále se zaměříme na první zmiňovanou část – Windows Azure, která se dále skládá ze
tří částí.
První částí jsou výpočetní služby (Compute), umožňující běh aplikací v cloudu a je-
jich škálovatelnost. Škálovatelností se rozumí spouštění více instancí aplikací (přesněji tzv.
rolí) dle potřeby. Každá taková instance běží na vlastním virtuálním stroji. Ve Windows
Azure se setkáváme se dvěma typy rolí. Webové role jsou navrženy pro interakci s uži-
vateli, jde nejčastěji o ASP.NET aplikace, WCF služby, případně aplikace, které nejsou
součástí .NET platformy (PHP, Java, . . . ). Výkonné role jsou určeny pro dlouhodobě
běžící procesy, které typicky provádějí nějaké výpočty na pozadí (např. nějaké simulace)
a nekomunikují mimo cloud. Opět může jít o .NET aplikace nebo jakékoliv jiné aplikace
(např. C/C++, Java, . . . ).
Druhou částí jsou služby úložiště (Storage). Jak již vyplývá z názvu, slouží pro
ukládání dat. Služba je dimenzována pro ukládání extrémně velkých dat. Mezi tyto data
mohou patřit velká nestrukturovaná data (Blobs) – video, audio, . . . Dále pak tabulky
(Tables), reprezentující data uložena ve skupině entit, které mají různé vlastnosti. Důležité
je poznamenat, že se nejedná o relační reprezentaci dat. Nad těmito tabulkami se nedotazuje
pomocí SQL, ale pomocí OData protokolu. Relační data se řeší pomocí výše zmiňovaného
Azure SQL. Poslední typem dat jsou tzv. fronty (Queues), které jsou typicky využívány
pro interní komunikaci mezi rolemi.
Třetí částí je správa služeb (Fabric), která se stará o nasazení, řízení a monitorování
aplikací. Mezi nejdůležitější činnosti této části tedy patří aplikační škálování a tzv. load
balancing, což je rovnoměrné rozložení zátěže mezi všechny instance rolí. Aby tohle bylo
možné, je nutné, aby aplikace byly nestavové [3, 5].
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Kapitola 4
Návrh vlastní mikroblogovací
služby
Tato kapitola detailněji popisuje návrh vlastní mikroblogovací služby se zaměřením na
sdílení informací v týmech a efektivní vyhledávání v příspěvcích.
Na základě analýzy existujících mikroblogů jsem se rozhodl vytvořit webovou službu,
poskytující veřejné API, nad kterou bude vybudována webová klientská aplikace mikrob-
logovací služby využívající toto API. Jak již bylo zmíněno v předcházejících kapitolách,
hlavní výhoda tohoto přístupu je v možnosti vytvořit i další klientské aplikace a to pro
různé platformy. Zejména pro mobilní zařízení, což jak vyplynulo z analýzy, je dnes už
standardní vlastnost existujících podobných mikroblogovacích služeb.
V první části jsou analyzovány a specifikovány veškeré požadavky na vytvářenou mik-
roblogovací službu. Druhá část se zabývá webovou službou, základním principem komuni-
kace a také návrhem databázové vrstvy. Poslední část popisuje klientskou webovou aplikaci,
zejména návrh grafického uživatelského rozhraní.
4.1 Analýza a specifikace požadavků
Cílem projektu je vytvořit interní mikroblogovací službu se zaměřením na sdílení informací
v týmech, která bude moci být využívána na Fakultě informačních technologií VUT v Brně
pro snadnou a přehlednou komunikaci jak studentů, tak zaměstnanců fakulty.
Na obr. 4.1 je vidět diagram případů užití, popisující základní funkcionalitu vytvářené
mikroblogovací služby. Jednotlivé případy užití jsou dále detailněji rozepsány. Pro zvýšení
přehlednosti byly v diagramu případu užití použity zjednodušení, která budou dále popsána.
Jediným aktérem v diagramu případu užití je Uživatel. Jde o jakéhokoliv uživatele
navrhované služby (student fakulty, zaměstnanec fakulty, . . . ). Všichni takovýto uživatelé
mají stejná práva. Výjimkou jsou práva uživatelů související s jejich členstvím ve skupinách
(člen, nečlen, autor, . . . ), autorstvím zpráv atd. Na tyto konkrétní omezení bude dále v textu
upozorněno.
V diagramu případu užití nebyly záměrně z důvodu přehlednosti uvedeny následující
případy užití – přihlášení do systému, odhlášení a registrace. Pouze registrovaní uži-
vatelé budou moci operovat se systémem. Tedy před provedením jakékoliv akce je nutné se
do systému přihlásit.
Při registraci musí uživatel vyplnit následující povinné údaje:
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Obrázek 4.1: Diagram případů užití navrhované mikroblogovací služby
• Uživatelské jméno – Unikátní položka používána pro přihlašování do systému.
• Heslo – Heslo pro přihlášení do systému.
• Jméno a příjmení – Pod těmito údaji bude uživatel ve službě identifikován (zobra-
zováno ostatním uživatelům).
Další nepovinné údaje, které bude systém uchovávat o uživateli, se budou dát vyplnit
později po přihlášení do systému. Konkrétně se bude jednat o pracovní zařazení (student,
zaměstnanec, . . . ), oddělení, pracovní telefon, mobilní telefon, email a webové stránky.
Dále následuje popis jednotlivých případů užití uvedených v diagramu, postupně je
rozebrána práce s uživateli, upozorněními, skupinami a zprávami:
• Zobrazit profil uživatele – Uživatel systému může zobrazit profil kteréhokoliv ji-
ného uživatele. K dispozici bude vyhledávač uživatelů. Profil uživatele obsahuje kromě
výše zmíněných informací také seznam uživatelů, kteří sledují zprávy toho uživatele
(Followers), seznam uživatelů, jejichž zprávy tento uživatel sleduje (Followings) a se-
znam skupin, ve kterých se tento uživatel nachází. Speciálním případem zobrazení
profilu je zobrazení vlastního profilu, kde bude navíc možnost všechny tyto údaje
editovat.
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• Sledovat zprávy uživatele – Přidání daného uživatele do vlastního seznamu Followings.
• Přestat sledovat zprávy uživatele – Odebrání daného uživatele ze seznamu Followings.
• Editovat vlastní profil – Uživatel může změnit veškeré údaje o sobě.
• Zobrazit upozornění – Uživatelé mohou zobrazit seznam veškerých jejich upozor-
nění. Mezi upozornění bude patřit:
–
”
Like/Unlike“ zprávy nebo komentáře – Autor zprávy či komentáře obdrží
upozornění, pokud jiný uživatel přidá nebo odebere informaci typu
”
To se mi
líbí“.
– Follow/Unfollow – Uživatel je upozorňován na jiné uživatele, kteří začali nebo
přestali sledovat jeho zprávy.
– Pozvání do skupiny – Uživatel pak může přijmout nebo odmítnou dané po-
zvání.
– Informace o odstranění ze skupiny – Pokud bude uživatel odstraněn jiným
uživatelem (autorem skupiny) z nějaké skupiny.
– Označení ve zprávě či komentáři (pomocí @)
• Smazat upozornění – Každé své upozornění může uživatel smazat (jde-li o zatím
nepotvrzené pozvání do skupiny, smazání daného upozornění bude považováno za
automatické odmítnutí pozvání).
• Vytvořit skupinu – Uživatelé budou moci vytvářet skupiny pro komunikaci. Sku-
piny mohou být veřejné (kdokoliv se může připojit) nebo soukromé (pouze pozvaní
uživatelé se mohou připojit). U skupin bude systém uchovávat jejich název, krátký
popis skupiny a samozřejmě seznam členů. Při vytváření skupiny bude možné i rovnou
zvát uživatele do této skupiny (jak pro soukromé tak veřejné). Součástí systému bude
jedna globální předem vytvořená skupina. Každý uživatel bude permanentně členem
této skupiny.
• Vyhledat skupinu – Uživatel může zobrazovat o vyhledané skupině výše uvedené
údaje. Pouze veřejné skupiny, soukromé skupiny, ve kterých je uživatel členem a sku-
piny, do nichž uživatel obdržel pozvání, se budou dát vyhledat.
• Připojit se do skupiny – Připojení do veřejné skupiny, případně připojení do sou-
kromé skupiny, do které dostal uživatel pozvání.
• Odejít ze skupiny – Uživatel může kdykoliv jakoukoliv skupinu opustit.
• Pozvat uživatele do skupiny – Pouze pokud je uživatel členem dané skupiny.
• Odebrat členy ze skupiny – Tuto možnost bude mít pouze zakladatel skupiny.
• Vytvořit zprávu – Každý uživatel může vytvářet zprávy, které potom může sdílet
ve skupinách, jichž je členem. Do každé zprávy lze dále vložit hashtag, pro pozdější
filtrování zpráv. Dále pak označení uživatele v dané zprávě (@mention, @reply).
Tyto koncepty byly rozebírány v kapitole (2.2.1). Navíc mohou uživatelé vkládat i
tzv. šablony. Bude se jednat o předdefinované textové konstrukce, obsahující ha-
shtagy. Např. šablona pro vložení informace o knize do zprávy – #book : <name>,
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<author>, <url>. Kde uživatel <name> ,<author> a <url> nahradí jménem a au-
torem knihy a případným odkazem na knihu. Systém bude podporovat následující
šablony – kniha, časopis, článek, odkaz na video, fotografii, soubor nebo webovou
stránku.
• Smazat zprávu – Uživatel může smazat zprávu, kterou sám vytvořil.
• Zobrazit zprávy dle skupin – Tento případ užití zahrnuje dvě možnosti – zobrazit
zprávy ze všech skupin, ve kterých je uživatel členem a zobrazit zprávy pouze z jedné
skupiny (opět musí být uživatel členem). Zprávy se budou zobrazovat v obráceném
chronologickém pořadí (od nejnovějších).
• Filtrování zpráv – Zprávy se budou dále moci filtrovat. Zejména podle hashtagů uve-
dených ve zprávě. Uživatelé tak mohou zobrazit všechny zprávy obsahující konkrétní
hashtag, případné kombinace hashtagů (pouze ale ze svých skupin). Bude možné i dal-
ší filtrování zobrazených zpráv – dle autora zprávy, podle časových údajů a také bude
možné přepínat mezi zobrazením všech zpráv a zpráv pouze od uživatelů uvedených
v seznamu Followings.
• Přidat komentář ke zprávě – Uživatelé mohou zprávy i komentovat. Vkládání
komentářů probíhá stejně jako vkládání zpráv.
• Přidat
”
To se mi líbí“ ke zprávě – Uživatel může u dané zprávy říct, že se mu
líbí. Jedná se o sociální odezvu na danou zprávu.
• Odebrat
”
To se mi líbí“ od zprávy – Vyjádření mohou vzít uživatelé zpět.
4.2 Návrh webové služby
Na následujícím obrázku (4.2) se nachází architektura navrhované mikroblogovací služby na
její nejvyšší úrovni. Zobrazuje způsob komunikace jednotlivých částí navrhovaného systému.
V obrázku jsou již zohledněny zvolené technologie.
Klientská aplikace běží na webovém prohlížeči. Ten komunikuje s webovou služnou (ASP
.NET Web API ). Pro přenos dat byl zvolen formát JSON. Webová služba komunikuje
s databází pomocí Entity Framework. O samotné zobrazování webových stránek a autorizaci
uživatelů se stará ASP .NET MVC. Popis jednotlivých technologií a zvoleného formátu pro
přenos dat je k nalezení v kapitole 3.
API webové služby poskytuje funkcionalitu odpovídající jednotlivým případům užití
rozebíraných v předcházející kapitole. Důležitou částí vývoje API bude zejména dodržování
omezení vyplývající z logiky funkcí. Např. možnost upravit údaje o uživateli bude moci
uživatel pouze sám sobě, zobrazit zprávy z dané skupiny bude moci pouze člen dané skupiny
nebo odebrat členy ze skupiny bude moci pouze zakladatel skupiny atd.
Na obrázku (4.3) se nachází ER diagram, popisující databázovou vrstvu navrhované
služby1.
1názvy entitních množin a jejich atributů jsou psány anglickým jazykem, tyto názvy budou odpovídat
konkrétním pojmenováním tabulek a sloupců v databázi. Pro jednotnost obrázku jsou i popisky vztahů
psány anglicky
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Obrázek 4.2: Architektura navrhované mikroblogovací služby
Popis jednotlivých entitních množin:
• Users – Entitní množina uchovávající data o uživatelích. Mezi povinné údaje patří
– email, heslo, jméno a příjmení. Volitelné jsou pak – pracovní zařazení, oddělení,
pracovní telefon, mobilní telefon a webové stránky.
• Followings – Pomocí této vazební množiny se dá zjistit, jaké uživatele daný uži-
vatel sleduje (skupina Followings) a naopak, kteří uživatelé sledují daného uživatele
(skupina Followers).
• Groups – Zde se uchovávají informace o skupinách. Konkrétně jde o – název skupiny,
zda je skupina veřejná nebo soukromá, krátký popis skupiny a informace o tom, kdo
je autorem skupiny (cizí klíč – Users). Všechny údaje kromě popisu skupiny jsou
povinné.
• UsersGroups – Vazební množina pro určení členství uživatelů v jednotlivých skupi-
nách.
• Messages – Entitní množina uchovávající jednotlivé zprávy. Obsahuje následující
povinné údaje – samotný text zprávy, počet uživatelů, kterým se daná zpráva líbí,
datum vložení zprávy, autor zprávy (cizí klíč – Users) a skupina, do které zpráva
patří (cizí klíč – Groups).
• Comments – Entitní množina pro komentáře. Obsahuje obdobné atributy jako před-
chozí entita.
• Tags – Zde se uchovávají jednotlivé použité hashtagy.
• MessagesTags a CommentsTags – Vazební množiny, které určují, jaké hashtagy
byly ve zprávě či komentáři použity.
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Obrázek 4.3: ER diagram navrhované mikroblogovací služby
• UsersMessagesLikes a UsersCommentsLikes – Vazební množiny, které uchová-
vají informace o tom, kteří uživatelé přidali informaci typu
”
To se mi líbí“ ke které
zpráve či komentáři.
• Notifications – Uchovává upozornění. Obsahuje cizí klíč User (Users), který určuje,
jakému uživateli dané upozornění patří. Dále pak obsahuje následující povinné atri-
buty – Typ upozornění (pozvání do skupiny, označení ve zprávě,
”
To se mi líbí“
zprávy/komentáře, . . . ), datum vytvoření upozornění, zda již uživatel zobrazil upo-
zornění, autora upozornění (cizí klíč do tabulky Users) a nepovinné atributy (cizí
klíče na potřebné tabulky), které se nastavují v závislosti na typu upozornění.
4.3 Návrh webové klientské aplikace
Tato kapitola popisuje návrh uživatelského rozhraní (GUI) webové klientské aplikace.
Návrh GUI si klade především následující cíle:
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• Přehledné a jednoduché GUI – Použití co nejméně ovládacích prvků, které by
mohly učinit aplikace nepřehlednou.
• Intuitivní ovládání – Rozmístění jednotlivých ovládacích prvků na obvyklá místa.
Logicky strukturovat jednotlivé stránky.
• Snadné a rychlé ovládání – Použití našeptávačů, formulářů pro rychlé vyhledávání,
klávesových zkratek (avšak poskytnou i možnost použít danou funkci bez znalosti
klávesové zkratky) atd.
Na obr. 4.4 je zobrazen návrh hlavní stránky aplikace.
Obrázek 4.4: Návrh GUI hlavní stránky mikroblogovací služby
Jednotlivé funkce byly již popsány v předcházející kapitole. Dále bude popis zaměřen
zejména na věci související s GUI. Hlavní okno aplikace obsahuje:
• Název aplikace – byl zvolen prozatímní název – FITSocial.
• Fotografii a jméno přihlášeného uživatele (možnost přejít na editaci profilu).
• Možnost zobrazit seznam upozornění – Na nová upozornění je uživatel graficky
informován.
• Seznam skupin, jich je uživatel členem (pro velké množství skupin je potřeba řešit
stránkování). Dále pak možnost vytvořit skupinu nebo připojit se do skupiny (obr.
4.6).
• Možnost vyhledávat jiné uživatele – obdobná stránka jako obr. 4.6. Bude možné
také zobrazit detailnější profil každého uživatele (obr. 4.7).
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• Možnost vkládat zprávy – Formulář je až po rozkliknutí zobrazen i s okolními
ovládacími prvky. Pro vkládání hashtagů a označení bude k dispozici našeptávač.
Hashtagy a označení se vkládají při psaní textu (prefix # nebo @) případně tlačítkem
(#,@ jsou vloženy do textu automaticky). Šablony bude možné vkládat z nabídky
anebo pomocí klávesových zkratek.
• Možnost zobrazovat jednotlivé zprávy – Podle skupin (výběr skupiny) anebo
”
proud“ zpráv, který slučuje všechny zprávy ze všech skupin uživatele (tlačítko Home).
Pro větší množství zpráv je opět potřeba řešit stránkování. Ke zprávám je možné
vkládat komentáře (pouze jedna úroveň zanoření). U zpráv je inteligentně zobrazován
časový údaj vložení (do 24 hod. od vložení se zobrazuje, před jakou dobou byla zpráva
vložena, pak již přímo konkrétní datum a čas). Hashtagy se ve zprávách zobrazují jako
odkazy. Po kliknutí na takový odkaz se zobrazí
”
proud“ zpráv, které obsahují tento
tag. Označení uživatele se zobrazuje také jako odkaz, ten pak vede na profil daného
uživatele (obr. 4.7).
• Možnost mazat zprávy – Po najetí myší na danou zprávu se objeví tlačítko na
smazání.
• Filtrovat zprávy – Možnost filtrovat dle hashtagů, autora zprávy a data vložení.
Také lze přepínat mezi všemi zprávami anebo jen zprávami od sledovaných uživatelů
(viz obr. 4.5).
• Rychlé vyhledávání – Hlavní okno obsahuje také formulář pro rychlé vyhledávání
uživatelů, skupin nebo hashtagů. Součástí bude také našeptávač.
Obrázek 4.5: Návrh GUI filtrování zpráv
Následující obrázek 4.6 zobrazuje stránku pro vyhledávání skupin. Je možné použít
vyhledávácí formulář s našeptávačem. U každé skupiny se zobrazuje její název, zkrácený
popis a možnost se do skupiny připojit. Pokud je již uživatel členem, tak se zobrazuje
možnost ze skupiny odejít. Případně pokud uživatel obdržel pozvání do dané skupiny, může
pozvání přijmout anebo odmítnout.
Obrázek 4.7 zobrazuje stránku s profilem uživatele. Je rozdělena do několika karet. Na
první se nacházejí souhrnné informace o uživateli. Na dalších pak Followings, Followers
a skupiny v nichž je uživatel členem.
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Obrázek 4.6: Návrh GUI stránky pro vyhledávání skupin
Obrázek 4.7: Návrh GUI stránky pro profil uživatele
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Kapitola 5
Implementace a testování
Tato kapitola detailněji rozebírá implementaci a testování celého projektu. První část po-
pisuje projekt jako celek. Druhá část je věnována implementaci webové služby, třetí pak
implementaci webové aplikace. Poslední část popisuje testování vytvořené mikroblogovací
služby.
Webová služba byla implementována v technologii ASP.NET Web API, webová klient-
ská aplikace byla vyvíjena pomocí ASP.NET MVC. Obě tyto technologie a řada dalších
věcí použitých při vývoji jsou detailně popsány v kapitole 3. Jako programovací jazyk byl
zvolen C#. Vývoj probíhal ve Visual Studiu 2012.
5.1 Rozbor projektu
Celý projekt se skládá z poměrně rozsáhlé adresářové struktury. V následujících odstavcích
je k nalezení stručný popis jednotlivých částí projektu.
App Data V tomto adresáři se nachází databázové soubory (*.mdf ), XML soubory a pří-
padně další soubory pro ukládání perzistentních dat.
App Start Konfigurační třídy pro nastavení ASP.NET MVC, ASP.NET Web API a da-
lší.
Content Soubory pro stylování stránek (*.css). Včetně stylů pro jQuery UI komponenty.
Controllers Třídy vykonávající aplikační logiku. Na základní úrovni jsou třídy, které řídí
webovou aplikaci (ASP.NET MVC ).
Controllers/API Třídy vykonávající činnost webové služby, tedy třídy implementují
API (ASP.NET Web API ). Každou metodu třídy je pak možné volat pomocí URI API.
To jak URI mají vypadat, se definuje v konfiguračních třídách v adresáři App Start.
Konkrétní URI je pak určeno anotacemi u metody v třídě kontroléru a parametry této
metody (viz obrázek 5.1). Kompletní popis API je k nalezení v následující kapitole.
Controllers/Utility Pomocné třídy, např. pro práci s časovými údaji.
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[HttpGet]
[ActionName(}profile})]
public{UserProfileDTO{GetUserProfile(string{username)
{{...{}
GET{{{{/api/users/profile?username={username}
UsersController.cs
URL:
Obrázek 5.1: Ukázka tvorby URI API
Filters Třídy pro inicializaci komponenty pro správu účtů (přihlašování, registrace, . . . )
a pro řízení přechodu mezi HTTP a HTTPS protokoly.
Images Zde se nacházejí všechny obrázky použité ve webové aplikaci.
Migrations Tento adresář je využíván při nasazování aplikace. Vytvářejí se zde třídy,
které obsahují kód pro vytvoření databáze, případně pro provedení změn v databázi na
serveru, kde se aplikace nasazuje.
Models Modelové třídy na základě kterých je vytvářena databáze. Je využit code-first
přístup k tvorbě databáze (viz 3.1.4). Jedná se o obyčejné třídy (odpovídají tabulkám
v databázi), které obsahují vlastnosti odpovídající sloupcům v tabulce. Tyto třídy také
obsahují virtuální vlastnosti, které jsou použity pro vytváření vztahů mezi tabulkami –
navigační vlastnosti. Na obrázku 5.2 je k vidění příklad vytvoření vztahu 1:N.
public class UserProfile { 
    ...
    public virtual ICollection<Message> Messages 
    { get; set; }
    ...
}
UserProfile.cs
Message.cs:
public class Message {
    ...
    public virtual UserProfile Author { get; set; }
    ...
}
Obrázek 5.2: Ukázka vztahu 1:N v modelových třídách
Models/DTO Adresář obsahující třídy, které reprezentují tzv. Data Transfer Objects.
Tyto třídy přesně definují strukturu dat, které se přenáší mezi klientem a serverem. Přímé
použití modelových tříd pro přenos dat je problematické. Jelikož tyto třídy obsahují také
navigační vlastnosti. Např. třída Group, která reprezentuje tabulku pro ukládání skupin,
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obsahuje také seznam uživatelů, kteří jsou členy této skupiny a seznam zpráv, které byly
v této skupině publikovány. Při přenosu by se tedy serializovala i všechna tato data, navíc by
serializace pokračovala i na nižších úrovních a dál se zanořovala. Je tedy mnohem vhodnější
vytvořit třídu, které bude reprezentovat pouze ty data, které chceme skutečně přenášet.
Navíc je také možné připojit informace, které se v původních modelových třídách vůbec
nenacházejí.
Scripts Skripty použité ve webové aplikaci. Na základní úrovni se nachází skripty, které
byly staženy z internetu (jejich popis včetně uvedení zdrojů bude k nalezení v kapitole
popisující implementaci webové aplikace). V podadresáři myscripts se nachází některé
vlastní skripty (zejména ty s větším rozsahem). Většina vlastních skriptů se však nachází
přímo u daných HTML stránek.
Views Veškeré webové stránky použité ve webové aplikaci. Struktura tohoto adresáře je
tvořena dle následující konvence. Podadresáře se jmenují stejně jako odpovídající kontroléry
(např. pokud máme GroupsController, tak adresář se bude jmenovat Groups). Jednotlivé
HTML stránky (*.cshtml) se pak jmenují jako jednotlivé akce (metody) v kontroléru.
5.2 Implementace webové služby
Tato kapitola kompletně popisuje implementované API a současně zmiňuje nejdůležitější
implementační detaily vytvořené webové služby. Jsou zde také diskutovány provedené změny
oproti návrhu.
AccountController Tento kontrolér slouží pro správu uživatelských účtů. Stará se o přihla-
šování a registraci uživatelů. Dále pak o změnu profilových informací, změnu přihlašovacího
jména a hesla. V poslední řadě také o upload a mazání profilových fotografií. Akce se vzta-
hují k aktuálně přihlášenému uživateli.
POST /api/account/login Přihlášení uživatele
GET /api/account/logoff Odhlášení uživatele
POST /api/account/register Registrace uživatele
POST /api/account/editprofile Editace profilu uživatele
POST /api/account/editusername Změna uživatelského jména
POST /api/account/editpassword Změna hesla
POST /api/account/uploadphoto Upload profilové fotografie
DELETE /api/account/deletephoto Smazání profilové fotografie
Tabulka 5.1: API – správa účtu – AcountController.cs
Přihlašování a registrace uživatelů byla vytvořena na základě vygenerované kostry apli-
kace, která se vytváří současně s vytvořením projektu ve Visual Studiu 2012. Součástí této
kostry je plně funkční přihlašování a registrace uživatelů. Bylo však nutné provést několik
úprav, aby řešení přesně odpovídalo požadavkům vyvíjené aplikace.
Na základě vygenerovaných modelů pro vytvoření databáze, bylo také poupraveno schéma
navržené databáze. Jediná tabulka s informacemi o uživatelích (Users) byla rozdělena na
3 tabulky. Vygenerovaná tabulka UserLogins sloužící pro přihlašování obsahuje pouze ID
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a uživatelské jméno uživatele. Hesla se pak ukládají v oddělené automaticky vygenerované
tabulce, spolu s dalšími informacemi potřebnými pro bezpečnost. Tabulka UserProfiles
pak obsahuje další informace o uživatelích (jméno, příjmení, pracovní pozice, . . . ). Pro
přihlašování a registraci uživatelů je použita komponenta nazvaná WebSecurity.
V tomto řešení se přihlašovací jméno a heslo přenáší v plaintextové podobě. Je tedy
nutné zařídit, aby při každé akci, která pracuje s hesly uživatelů (registrace, přihlašování,
změna hesla), se provádělo šifrování provozu.
Byla implementována speciální třída, která se stará o přepínání mezi HTTP a HTTPS
protokoly. Tato třída dědí z System.Web.Mvc.RequireHttpsAttribute a slouží jako filtr.
Použití pak spočívá v přidání anotací k akcím kontrolérů, dle toho jaký protokol má být
pro danou akci zvolen. Pro HTTPS protokol anotace vypadá následovně:
[Filters.RequireHttps(RequireSecure = true)]
Byla také implementována rozšiřující funkcionalita oproti původnímu návrhu a to přihla-
šování pomocí externích služeb. Na základě výsledků dotazníku (více viz kapitola 5.4) byly
zvoleny služby Facebook, Twitter a Google. Implementace vychází částečně opět z vygene-
rované kostry aplikace.
Na základě pozdějších konzultací byl také pozměněn systém registrací. Každého zare-
gistrovaného uživatele je nutné v systému schválit (pro tento účel byla vytvořena admi-
nistrátorská role). Dokud nově registrovaný uživatel není administrátorem schválen, není
mu umožněno přihlásit se do aplikace. Díky tomuto systému je možné kontrolovat, kteří
uživatelé se do aplikace registrují.
Práce s API je umožněna pouze přihlášeným uživatelům (výjimku tvoří akce jako
přihlášení a registrace). Toho se docílí opět použitím anotací. Pokud mají všechny akce
daného kontroléru vyžadovat přihlášení, tak stačí nad třídu definující daný kontrolér při-
dat anotaci [Authorize]. Povolení konkrétních akcí i bez přihlášení se pak docílí pomocí
[AllowAnonymous].
Editace profilu uživatele a editace uživatelského jména je rozdělena na dvě akce z dů-
vodu, že uživatelské jméno se používá ve webové aplikaci pro identifikaci právě přihlášeného
uživatele. Tato informace se nachází v User.Identity.Name. Jedná se o vlastnost, která je
určena pouze pro čtení. Pro změnu uživatelského jména je tedy nutné právě přihlášeného
uživatele odhlásit a nechat jej přihlásit již pod novým uživatelským jménem.
MessagesController Kontrolér pro správu zpráv. Slouží pro získávání zpráv, vytváření
zpráv, mazání zpráv, správu přečtených/nepřečtených zpráv, vkládání a odebírání informací
typu
”
To se mi líbí“.
Získávání zpráv je rozděleno do několika akcí. Je možné získat všechny zprávy pro
přihlášeného uživatele. To znamená zprávy z globální skupiny a zprávy ze všech ostatních
skupin, jichž je přihlášený uživatel členem. Nebo je možné získat zprávy pouze z určité
skupiny, či získat pouze jednu zprávu na základě jejího ID. Veškeré akce, které mají za úkol
získat nějaké data (tedy ne pouze zde u zpráv), vracejí seznamy DTO objektů (viz výše).
Je vždy tedy nutné provést přemapování z modelových tříd, které odpovídají databázi, na
tyto DTO objekty.
Získávání je dále možné parametrizovat a tím zprávy stránkovat a filtrovat. Filtrování je
řešeno dle parametrů uvnitř implementovaných metod. Je možné filtrovat dle hashtagů, au-
tora zprávy, časových údajů, klíčových slov a dle seznamu followings přihlášeného uživatele
(všechny tyto koncepty jsou diskutovány v kapitole 2).
Stránkování je pak řešeno pomocí OData (Open Data) protokolu [21]. Jedná se o pro-
tokol pro přístup k datům. Slouží k dotazování a manipulaci s daty pomocí CRUD operací.
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Pro implementaci stránkování byly použity následující možnosti (avšak není to vše co je
z OData protokolu v ASP.NET Web API podporováno).
• $orderby – Řazení výsledků.
• $skip – Přeskočení prvních n výsledků.
• $top – Vrácení pouze prvních n výsledků.
Takže například pro získání pouze prvních 20 zpráv by API URL vypadalo následovně:
/api/messages/all?$top=20&$orderby=PublishDate
Aby tento způsob stránkování fungoval, je nutné, aby návratová hodnota z metody byla
typu IQueryable<> a byla použita anotace [Queryable].
Při vytváření zpráv se obsah zpráv ještě prochází a vyhledávají se případné hashtagy a
zmínky (mentions). Pokud se jedná o nový hashtag, tak je vložen do databáze. Zpracování
zmínky se skládá z vytvoření záznamu do tabulky upozornění v databázi. Upozornění se
vytvářejí současně také s přidáváním či odebíráním informace
”
To se mi líbí“.
Při každé akci se provádí kontrola, zda má přihlášený uživatel dostatečná práva k pro-
vedení dané akce. Tedy např. uživatel může smazat pouze vlastní zprávu, může přidat
”
To
se mi líbí“ pouze ke zprávě, která je pro něj viditelná atd.
Pro umožnění zobrazování počtu nepřečtených zpráv pro přihlášeného uživatele bylo
nutné vytvořit novou tabulku v databázi, se kterou se v původním návrhu nepočítalo.
Jedná se o vazební tabulku mezi tabulkami uživatelů a zpráv. Při vytváření zprávy jsou
do této nové tabulky vloženy záznamy, které určují, kteří uživatelé si danou zprávu ještě
nezobrazili (tedy všichni, kdo danou zprávu mohou vidět, kromě autora) a postupně jsou
umazávány, jakmile si danou zprávu uživatelé přečtou.
GET /api/messages/all?{params} Získání všech zpráv
GET /api/messages/group/{id}?{params} Získání zpráv z určité skupiny
GET /api/messages/id/{id} Získání jedné konkrétní zprávy
GET /api/messages/allcount?{params} Získání celkového počtu zpráv
(všech nebo ze zadané skupiny)
GET /api/messages/unreadcount Získání počtu nepřečtených zpráv
přihlášeného uživatele
GET /api/messages/setallread Nastavení všech zpráv jako
přečtených
POST /api/messages/add/{id} Vytvoření zprávy
(do skupiny určené id)
GET /api/messages/addlike/{id} Přidání informace
”
To se mi líbí“
k zadané zprávě
GET /api/messages/removelike/{id} Odebrání informace
”
To se mi líbí“
od zadané zprávy
DELETE /api/messages/delete/{id} Smazání zadané zprávy
Tabulka 5.2: API – správa zpráv – MessagesController.cs
CommentsController Kontrolér pro správu komentářů. Slouží pro získávání komen-
tářů, vytváření komentářů, přidávání a odebíraní informace typu
”
To se mi líbí“ a mazání
komentářů.
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Získání všech komentářů vrací všechny komentáře od zpráv, které jsou viditelné pro
přihlášeného uživatele. Tuto akci je možné dále parametrizovat a komentáře tak filtrovat a
stránkovat. Filtrování se vztahuje ke zprávám, takže filtry jsou aplikovány na zprávy stejně
jako u MessagesController. Stránkování je řešeno tak, že se posílají pouze 3 nejnovější
komentáře. Až na vyžádání jsou posílány všechny komentáře dané zprávy. Ostatní akce jsou
obdobné jako u zpracovávání zpráv.
GET /api/comments/all?{params} Získání všech komentářů
GET /api/comments/group/{id}?{params} Získání komentářů ze zadané skupiny
GET /api/comments/message/{id} Získání komentářů pouze od
jedné zprávy
GET /api/comments/id/{id} Získání pouze jednoho komentáře
dle jeho ID
POST /api/comments/add/{id} Vložení komentáře k zadané zprávě
GET /api/comments/addlike/{id} Přidání informace
”
To se mi líbí“
k zadanému komentáři
GET /api/comments/removelike/{id} Odstranění informace
”
To se mi líbí“
od zadaného komentáře
DELETE /api/comments/delete/{id} Smazání zadaného komentáře
Tabulka 5.3: API – správa komentářů – CommentsController.cs
GroupsController Tento kontrolér slouží pro správu skupin. Je používán k získávání
skupin, vytváření skupin, úpravě skupin, připojování uživatelů do skupin, odebírání uživa-
telů ze skupin a vytváření pozvání do skupin. Mazání je prováděno automaticky v okamžiku,
kdy skupinu opustí poslední člen.
Při získávání skupin jsou přihlášenému uživateli vraceny pouze veřejné skupiny a sou-
kromé skupiny, jichž je členem nebo do nich alespoň obdržel pozvání. Pozvání do skupin je
implementováno jako vytváření odpovídajících záznamů v tabulce upozornění.
GET /api/groups/all Získání všech skupin
GET /api/groups/user/{id} Získání skupin, jichž je uživatel členem
GET /api/groups/count Počet skupin (pro účely stránkování)
GET /api/groups/autocomplete Získání všech skupin pro autocomplete
GET /api/groups/detail/{id} Získání detailních informací o skupině
POST /api/groups/add Vytvoření skupiny
POST /api/groups/edit Editace skupiny
GET /api/groups/join/{id} Připojení uživatele do skupiny
GET /api/groups/leave/{id} Odebrání uživatele ze skupiny
GET /api/groups/invite/{id}?uid={uid} Pozvání uživatele do skupiny
GET /api/groups/accept/{id} Přijetí pozvání do skupiny
GET /api/groups/kick/{id}?uid={uid} Vyhození uživatele ze skupiny
Tabulka 5.4: API – správa skupin – GroupsController.cs
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UsersController Kontrolér pro práci s uživateli. Slouží zejména k získávání uživatelů,
informací o nich a spravovaní followings/followers seznamů.
GET /api/users/all Získání všech uživatelů
GET /api/users/group/{id} Získání všech uživatelů v dané skupině
GET /api/users/followings/{id} Získání uživatelů ze seznamu
followings pro daného uživatele
GET /api/users/followers/{id} Získání uživatelů ze seznamu
followers pro daného uživatele
GET /api/users/profile?username={username} Získání kompletního profilu
daného uživatele
GET /api/users/count?{params} Získání počtu uživatelů
(nastavitelné dle parametrů)
GET /api/users/fullname?username={username} Získání celého jména uživatele
na základě uživatelského jména
GET /api/users/mentions Získání všech uživatelů ve
formátu @mentions
GET /api/users/follow/{id} Přidání daného uživatele do seznamu
followings (pro přihlášeného uživatele)
GET /api/users/unfollow/{id} Odebrání daného uživatele ze seznamu
followings (pro přihlášeného uživatele)
GET /api/users/hasprofilephoto/{id} Zjištění informace, zda má daný
uživatel nějakou vlastní profilovou
fotografii
Tabulka 5.5: API – správa uživatelů – UsersController.cs
NotificationsController Kontrolér pro správu upozornění. Slouží pro získávání a ma-
zání upozornění. Vytváření upozornění probíhá současně s vykonáváním odpovídajících akcí
(např. upozornění na to, že někdo okomentoval zprávu, je vytvořeno současně s vytvořením
komentáře).
GET /api/notifications/all Získání všech upozornění
přihlášeného uživatele
GET /api/notifications/count new Počet nových upozornění
přihlášeného uživatele
GET /api/notifications/count all Počet všech upozornění
přihlášeného uživatele
DELETE /api/notifications/delete/{id} Smazání zadaného upozornění
DELETE /api/notifications/clear all Smazání všech upozornění
přihlášeného uživatele
Tabulka 5.6: API – správa upozornění – NotificationsController.cs
40
NotificationsSettingsController Tento kontrolér je využíván pro správu nastavení upo-
zornění. Uživatel si tak může vybrat, na které akce chce být upozorňován. Jedná se rozšiřu-
jící funkcionalitu, která byla přidána na základě ohlasů z dotazníku při testování.
GET /api/notificationssettings/get Získání nastavení upozornění
přihlášeného uživatele
POST /api/notificationssettings/edit Editace nastavení upozornění
přihlášeného uživatele
Tabulka 5.7: API – správa nastavení upozornění – NotificationsSettingsController.cs
TagsController Kontrolér pro získávání hashtagů. Hashtagy se vytvářejí současně se
zprávami a komentáři.
GET /api/tags/all Získání všech hashtagů z databáze
Tabulka 5.8: API – správa hashtagů – TagsController.cs
PollsController Kontrolér pro správu jednoduchého hlasování, které je možné přidat ke
zprávám. Každé hlasování má přidělené datum, do kdy je možné přidávat hlasy. Jedná se
o rozšiřující funkcionalitu, která nebyla v původním návrhu. Do projektu byla začleněna až
na základě pozdějších konzultací.
Tento kontrolér umožňuje získávat hlasování. Je použit obdobný princip jako u komen-
tářů. To znamená, že jsou vráceny pouze ta hlasování, které patří ke zprávám, které má
uživatel aktuálně zobrazené. Dále kontrolér umožňuje samozřejmě hlasování vytvářet, zpra-
covávat hlasy (každý uživatel může v daném hlasování hlasovat pouze jednou) a upravovat
datum konce hlasování.
GET /api/polls/all?{params} Získání všech hlasování
POST /api/polls/add/{id}?date={date} Vytvoření hlasování u zadané zprávy
POST /api/polls/update/{id}?date={date} Změna data konce hlasování
GET /api/polls/vote/{id}?vote={vote} Provedení hlasování
Tabulka 5.9: API – správa hlasování u zpráv – PollsController.cs
5.3 Implementace webové klientské aplikace
Jak již bylo zmíněno výše, webová klientská aplikace byla implementována v ASP.NET
MVC. Pro volání webové služby jsou použity AJAXové volání implementované pomocí
jQuery. Díky tomu není potřeba po každé provedené akci načítat znovu celý obsah webové
stránky, ale pouze tu část, která se doopravdy změnila. Což je mnohem přívětivější pro uži-
vatele. Výsledky jsou pak zobrazovány pomocí Javascriptové knihovny KnockoutJS, která
automaticky zajišťuje překreslení při změně dat. Všechny tyto knihovny a technologie jsou
popsány v kapitole 3.
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Název aplikace nakonec zůstal původní FITSocial. Součástí dotazníku při testování
bylo také vymyšlení lepšího názvu pro aplikaci. Některé nápady na názvy naleznete v ka-
pitole popisující výsledky testování (5.4).
5.3.1 Struktura webu a ukázky uživatelského rozhraní
V této podkapitole je rozebrána struktura implementované webové aplikace a jsou zde
k nalezení obrázky vytvořeného uživatelského rozhraní.
Přístup k aplikaci je povolen pouze přihlášeným uživatelům. První stránkou, kterou
tedy uživatel uvidí je přihlašovací stránka (viz obr. 5.3). Zde se může uživatel pomocí svého
přihlašovacího jména a hesla přihlásit. V případě, že ještě nemá vytvořen účet, může se zare-
gistrovat. Také byla jako rozšíření implementována možnost přihlášení se pomocí externích
služeb (Facebook, Twitter a Google). Pokud je již uživatel do těchto služeb přihlášen, stačí
kliknout na danou ikonu služby a bude přihlášen. Při prvním přihlášení ještě uživatel může
upravit získané přihlašovací jméno a celé jméno. Později také uživatel může vytvořit lokální
heslo a tím se pak přihlašovat standardně, jako kdyby se normálně zaregistroval.
Obrázek 5.3: Přihlašovací stránka vytvořené mikroblogovací služby
Po přihlášení se zobrazí hlavní stránka aplikace (viz obr. 5.4). Skládá se z 3 částí.
První je proud zpráv. Zprávy je možné komentovat. Z důvodu přehlednosti byla zvolena
jedna úroveň zanoření komentářů. Také se zobrazují pouze 3 nejnovější komentáře. Pokud
je komentářů více, je spolu s nimi zobrazen odkaz, který pak zajistí to, že se pro danou
zprávu zobrazí všechny komentáře. Pokud je komentářů více jak 10, je zpráva zobrazena
na samostatné stránce. Ke zprávám je dále možné přidávat a odebírat informaci typu
”
To
se mi líbí“. Je zobrazeno vždy 20 nejnovějších zpráv. Ostatní se načítají v okamžiku, kdy
uživatel dosáhne konce stránky (tzv.
”
nekonečné skrolování“).
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Obrázek 5.4: Hlavní stránka vytvořené mikroblogovací služby
Zprávy je také možné filtrovat. Filtrovat lze dle data vytvoření zprávy, autora zprávy,
hashtagů, klíčových slov a lze také přepínat mezi proudem všech zpráv a proudem zpráv
pouze od uživatelů v seznamu followings. Filtr a zobrazený formulář pro přidávání zpráv je
k vidění na obr. 5.5.
Obrázek 5.5: Ukázka filtrování a vytváření zprav
Při vytváření zprávy je možné do zprávy vkládat hashtagy a zmínky, zvolit skupinu,
ve které má být zpráva zveřejněna a vkládat tzv.
”
snippety“ a hlasování. Více jsou tyto
funkcionality rozebrány v následující kapitole.
Druhou částí hlavní stránky je boční menu. Zde je k nalezení seznam všech skupin, jichž
je přihlášený uživatel členem (včetně globální skupiny). Je možné přepínat proudy zpráv
mezi těmito skupinami. Je zde k vidění také informace o tom, kolik je v dané skupině nových
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zpráv. Současně je možné také zobrazit společný proud zpráv ze všech skupin (tlačítko
Home). Uživatel má také možnost spravovat skupiny – tzn. vytvářet skupiny, vyhledávat
skupiny, editovat skupiny, zvát lidi do skupin atd.
Na konci bočního menu je odkaz na vyhledávání uživatelů (viz obr. 5.6). Seznam uživa-
telů obsahuje
”
as-you-type“ vyhledávání a stránkování. Stejně je to řešeno i u vyhledávání
skupin a dalších seznamů.
Obrázek 5.6: Vyhledávání uživatelů ve vytvořené mikroblogovací služby
Třetí a zároveň poslední částí hlavní stránky je horní lišta. Ta kromě loga obsahuje
možnost rychlého vyhledávání (proud zpráv odpovídající danému hashtagu, profil uživatele
nebo detail skupiny), odkaz na vlastní profil (viz obr. 5.7), odkaz na seznam upozornění
a možnost odhlášení z aplikace. Odkaz na seznam upozornění informuje uživatele změnou
barvy na nová upozornění (také je uveden počet nových upozornění).
Profil jakéhokoliv uživatele obsahuje záložky se všemi potřebnými informacemi. Nachá-
zejí se zde základní informace o uživateli (celé jméno, email, pracovní pozice, . . . ), seznamy
followings a followers a seznam skupin, jichž je uživatel členem. Pokud si uživatel zobrazuje
vlastní profil, má možnost provádět editaci profilu (základní informace, přihlašovací jméno,
heslo, profilovou fotografii).
Seznam upozornění je zobrazován stejně jako zprávy v opačném chronologickém pořadí.
Barevně jsou odlišena nová upozornění. Uživatel má možnost mazat jednotlivá upozornění,
anebo vymazat všechna upozornění najednou. Také se zde nachází nastavení upozornění,
kde si uživatel může vybrat, na které akce má být upozorňován. Jak již bylo zmíněno výše,
jedná se o rozšiřující funkcionalitu, která byla naimplementována na základě odezvy uživa-
telů při testování aplikace.
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Obrázek 5.7: Profil uživatele ve vytvořené mikroblogovací služby
V následujícím seznamu jsou shrnuty všechny URL vytvořené webové aplikace (URL jsou
uvedeny bez adresy serveru).
• /Account/Login – Přihlašovací stránka.
• /Account/Register – Registrační stránka.
• /Account/ExternalLogin – Stránka pro potvrzení přihlášení přes externí služby
(pouze při prvním přihlášení).
• / – Hlavní stránka aplikace (URL může vypadat i následovně /Messages/All/). Je
také možné připojit parametr ?hashtag={hashtag} a zobrazovat pouze zprávy obsa-
hující daný hashtag nebo ID zprávy a zobrazit pouze jednu zprávu na stránku.
• /Messages/Group/{id} – Proud zpráv ze zadané skupiny.
• /Groups/Create – Vytvoření skupiny.
• /Groups – Vyhledávání skupin.
• /Groups/Detail/{id} – Detail skupiny.
• /Groups/Edit/{id} – Editace skupiny.
• /Groups/Invite/{id} – Stránka pro zvaní uživatelů do skupiny.
• /Users – Vyhledávání uživatelů.
• /Users/UserProfile?username={username} – Profil uživatele.
• /Account/EditProfile – Editace profilu.
• /Account/EditUsername – Editace uživatelského jména.
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• /Account/EditPassword – Změna hesla.
• /Account/EditProfilePhoto – Změna profilové fotografie.
• /Notifications – Seznam upozornění přihlášeného uživatele.
• /Notifications/Settings – Nastavení upozornění.
5.3.2 Detaily implementace uživatelského rozhraní
V této kapitole jsou diskutovány některé speciality implementované v uživatelském rozhraní
aplikace.
Našeptávače (autocomplete) Tato funkcionalita je použita na více místech v aplikaci
(vkládání hashtagů a zmínek do zpráv a komentářů, rychlé vyhledávání, filtrování, . . . ).
Implementace vychází z existující Javascriptové knihovny1. Bylo však nutné provést několik
změn v samotné knihovně – např. zpracování textu po vložení zmínky atd. Výhodou této
knihovny je, že umožňuje autocomplete funkcionalitu i na elementy textarea a to, že se
našeptávač objevuje u aktuální pozice kurzoru. Ukázka našeptávače je na obr. 5.8.
Obrázek 5.8: Ukázka našeptávače ve vytvořené mikroblogovací službě
Stránkování U všech seznamů je použito stránkování (seznam uživatelů, skupin, followings,
followers, . . . ). Pro implementaci byla použita knihovna využívající jQuery – SimplePa-
gination.js2. Výhodou je jednoduché použití a pěkné grafické zpracování. V nejjednodušší
variantě použití stačí definovat celkový počet položek a počet položek na stránku. Strán-
kovaní je vidět na obr. 5.6.
”
Někonečné skrolování“ Pro stránkování zpráv je použita technika zvaná
”
nekonečné
skrolování“. To znamená, že je zobrazen pouze určitý počet zpráv a až v okamžiku, kdy uži-
vatel narazí na konec stránky, je nahrán další úsek zpráv. Rozhodl jsem se pro implementaci
této funkcionality ve vlastní režii. Základ implementace spočívá vtom, že byla implemen-
tována funkce, která je volána při
”
skrolování“ na stránce. V této funkci je dle následující
podmínky ověřeno, zda již uživatel dosáhnul konce stránky.
if ($(window).scrollTop() == $(document).height() - $(window).height())
1http://www.amirharel.com/2011/03/07/implementing-autocomplete-jquery-plugin-for-textarea
2http://flaviusmatis.github.io/simplePagination.js
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Pokud dosáhl, tak se nahrají ze serveru další zprávy. Součástí je také ošetření na to, zda se
právě zprávy nenahrávají. O tom, že jsou zprávy stahovány ze serveru, je uživatel informo-
ván grafickým prvkem (GIF animace).
Výběr data a času Pro tuto funkcionalitu byla použita knihovna Timepicker3. Jedná
se o rozšíření knihovny jQuery UI Datepicker. Je použita pro výběr časových filtrů (viz obr.
5.9).
Obrázek 5.9: Ukázka komponenty pro výběr data a času ve vytvořené mikroblogovací službě
”
Snippety“ Jedná se o předdefinované šablony pro rychlé a jednotné vkládání určitých
informací do zpráv. Následující seznam shrnuje všechny podporované šablony.
• Webová stránka – #web : <url>
• Odkaz na fotografii – #photo : <url>
• Odkaz na video – #video : <url>
• Odkaz na soubor – #file : <url>
• Odkaz na knihu – #book : <title>, <author>, <url>
• Odkaz na článek – #article : <title>, <author>, <journal>, <url>
3http://trentrichardson.com/examples/timepicker/
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Vkládání se provádí dvojím způsobem. Buď výběrem z nabídky pod formulářem na
vkládání zprávy. Nebo druhý a rychlejší způsob je použití klávesových zkratek. Např. pro
vložení šablony na knihu stačí napsat book a poté 2x stisknout klávesu tabulátoru. Tabu-
látorem je pak možné se také přesouvat mezi jednotlivými částmi šablony.
Hlasování u zpráv (grafy výsledků) Jak již bylo zmíněno výše, jako jedna z rozšiřu-
jících funkcionalit bylo implementováno jednoduché hlasování, které je možné přidat k vy-
tvářené zprávě. Důležitou částí této funkcionality je zobrazení výsledků hlasování. Na to se
nejvíce hodí komponenta pro grafy. I přesto, že existuje velké množství knihoven pro práci
s grafy, jsem se rozhodl pro implementaci ve vlastní režii. A to zejména z toho důvodu,
že graf s výsledky zde bude velmi jednoduchý (obyčejný sloupcový graf) a použití těchto
knihoven by tedy bylo nadbytečné.
Implementace spočívá v tom, že je zjištěn maximální a minimální počet hlasů v hlasování
pro dané možnosti. Velikost sloupců grafu (width atribut v CSS ) je pak odvozena z těchto
údajů. Jak vypadá výsledné implementované hlasování, je k vidění na obr. 5.10.
Obrázek 5.10: Ukázka komponenty hlasování ve vytvořené mikroblogovací službě
Placeholders Jsou výchozí řetězce v textových polích formulářů, které typicky uvádějí,
k čemu dané pole slouží. Od HTML5 je k dispozici atribut placeholder, který slouží
k definování těchto řetězců. Bohužel tento atribut není podporován v prohlížeči Internet
Explorer (alespoň ne ve verzi 9, ve které probíhalo testování). Z tohoto důvodu byla pou-
žita knihovna HTML5 Placeholder jQuery Plugin4, která emuluje chování atributu
placeholder a je funkční ve všech hlavních prohlížečích.
4https://github.com/mathiasbynens/jquery-placeholder
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5.4 Testování
Testování aplikace probíhalo ve 2 fázích. První fáze testování probíhala současně s vývojem
aplikace. Aplikace byla testována ve všech 5 nejpoužívanějších webových prohlížečích, které
jsou i s aktuálními procentuálními údaji o využití uvedeny v tabulce 5.4 [20].
Chrome 51.7%
Firefox 28.5%
Internet Explorer 13.0%
Safari 4.1%
Opera 1.8%
Tabulka 5.10: Využití webových prohlížečů (březen 2013)
Druhou fází testování bylo uživatelské testování. Pro účely tohoto testování bylo nutné
nasadit aplikaci do reálného provozu. Bylo zvoleno cloudovém řešení Windows Azure (více
o tomto řešení a obecně o cloudu je v kapitole 3.3). Windows Azure nabízí po registraci
na několik měsíců provoz zdarma. Výhodou je také jednoduchost nasazení v kombinaci
s Visual Studiem 2012. Vytvořená mikroblogovací služba je v době psaní (duben 2013)
stále dostupná na webové adrese http://fitsocial.azurewebsites.net/.
Uživatelské testování probíhalo ve 2 kolech. Nejdřív byla aplikace testována první sku-
pinou uživatelů, na základě jejich připomínek byly provedeny úpravy a pak byla aplikace
testována znovu další skupinou uživatelů. Celkově se testování zúčastnilo 41 uživatelů.
Součástí uživatelského testování byl také dotazník.
Dotazník byl složen z dvou hlavních částí. První část se týkala obecně respondenta
dotazníku (jaký používá webový prohlížeč, zda používá mikroblogovací služby, jaké mik-
roblogovací služby používá, . . . ). Druhá část pak již byla zaměřena konkrétně na vytvořenou
mikroblogovací službu (funkcionalita, struktura a design). V následujících odstavcích jsou
k nalezení výsledky dotazníku.
Webové prohlížeče Na grafu 5.11 se nacházejí webové prohlížeče použité respondenty.
Mikroblogovací služby Tato sekce zjišťovala, zda uživatelé používají mikroblogovací
služby a jaké konkrétně používají. Byly na výběr i služby obsahující pouze prvky mikrob-
logování – např. sociální sítě.
68% uživatelů odpovědělo, že tyto služby využívá denně, 21% několikrát týdně, 6%
několikrát do měsíce a 5% odpovědělo, že tyto služby nevyužívá vůbec. Vítězem se stala
sociální síť Facebook (70%), na druhém místě Google+ (21%), dále pak Twitter (7%) a
Tumblr (2%). Mikroblogovací služby určené pro využití v podnikovém prostředí (Yammer,
SocialCast) neoznačil žádný z respondentů. Více jak polovina respondentů také odpověděla,
že pro přístup k těmto službám využívá mobilní aplikace (61%).
Přihlašování/Registrace Tato sekce dotazníku se zabývala tím, zda uživatelé využívají
již existující účty (jako Facebook, Google, . . . ) pro přihlašování k nejrůznějším aplikacím.
47% respondentů odpovědělo ano a 32% někdy. Pouze 21% respondentů se vyjádřilo, že
tuto možnost nevyužívá.
Z tohoto důvodu jsem se rozhodl tuhle funkcionalitu zařadit i do vytvářené mikrob-
logovací služby. Uživatelé také uvedli, že nejčastěji používají pro toto přihlašování účty
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Obrázek 5.11: Webové prohlížeče, které používají respondenti dotazníku
u služeb Facebook, Google a Twitter. Právě tyto 3 služby byly pro externí přihlašování do
vytvářeného mikroblogu naimplementovány.
Následuje vyhodnocení sekce dotazníku, která je již zaměřena na vytvořenou aplikaci.
Funkcionalita Zde bylo otázkou pro respondenty, zda postrádají nějakou funkcionalitu,
kterou využívají v jiných mikroblogovacích službách.
67% respondentům nic nescházelo, 21% nescházelo nic zásadního a 12% vyplnilo, že po-
strádají zásadní funkcionalitu. Mezi tuto funkcionalitu zařadili např. již zmiňované přihla-
šování pomocí existujících účtů, zobrazení informace o počtu nepřečtených zpráv, možnost
nastavení upozornění, sdílení souborů přímím nahrání na server, možnost vytvářet události,
. . .
První tři uvedené funkcionality byly před druhým kolem uživatelského testování im-
plementovány. Rozložení odpovědí v druhé kole testování pak vypadalo následovně – 78%
respondentům nescházela žádná funkcionalita, 16% nescházela žádná zásadní funkcionalita
a jen 6% uvedlo, že jim schází zásadní funkcionalita. Nejčastěji se zmiňované funkcionality,
které implementovány nebyly, jsou uvedeny v závěru práce jako možná budoucí rozšíření
projektu.
Struktura aplikace Tato sekce se zabývala tím, zda je vytvořená mikroblogovací služba
přehledná a snadno použitelná pro uživatele.
92% respondentů se vyjádřilo tak, že aplikaci považují za přehlednou, rozmístění ovlá-
dacích prvků je logické a ovládání snadné. 8% uvedlo, že by něco málo zlepšilo. Žádný
respondent neuvedl, že by aplikaci považoval za nepřehlednou. Výsledky jsou uvedeny za
obě kola testování.
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Design Tato sekce dotazníku chtěla po uživatelích ohodnotit design vytvořené mikroblo-
govací služby (známkování – 1 nejlepší a 5 nejhorší). V prvním kole měla většina uživatelů
připomínky k použitému barevnému schématu. Design tak byl přepracován před druhým
kolem testování. V následujícím grafu (5.12) můžete vidět, jak uživatelé hodnotili design
aplikace v obou kolech testování.
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Obrázek 5.12: Výsledky hodnocení designu vytvořené mikroblogovací služby
Poslední část dotazníku byla určena pro zápis případných chyb, na které uživatelé při
testování narazili. Několik chyb zde tak bylo objeveno, všechny tyto chyby byly opraveny.
Úplně posledním bodem dotazníku byl dotaz na to, jak by uživatelé pojmenovali vy-
tvořenou službu. Většina respondentů byla spokojena se stávajícím názvem FITSocial. Ob-
jevilo se zde ale i pár jiných nápadů – např. FITBook, VUTSocial a FITChat.
51
Kapitola 6
Závěr
Cílem této diplomové práce bylo navrhnout a implementovat vlastní mikroblogovací službu,
která bude moci být využívána na Fakultě informačních technologií VUT v Brně a bude
zaměřena zejména na komunikaci v týmech a efektivní vyhledávání v příspěvcích.
První kapitola této práce analyzuje pojmy související s mikroblogováním a existující
mikroblogovací služby. Na základě této analýzy byl proveden návrh vlastní mikroblogovací
služby. Navržená mikroblogovací služba se skládá z webové služby poskytující veřejné API
a webové klientské aplikace využívající toto API.
Pro implementaci webové služby byla zvolena technologie ASP.NET Web API a pro
webovou aplikaci ASP.NET MVC v kombinaci s knihovnami jQuery a KnockoutJS.
Podařilo se implementovat veškerou navrženou funkcionalitu i s rozšířeními, se kterými
se v návrhu nepočítalo. Aplikace byla nasazena v cloudovém řešení Windows Azure, aby
bylo možné provést uživatelské testování. Zpětná vazba od uživatelů byla využita zejména
k opravě chyb, úpravě designu aplikace a také k implementaci již zmíněných rozšíření.
Díky tomu, že byl mikroblog implementován jako webová služba, je možné v budoucnu
vytvořit i další klientské aplikace. Nejvíce se nabízí aplikace pro mobilní zařízení a to
zejména pro dnes 3 nejrozšířenější platformy – Android, iOS a Windows Phone. Jinou
možností pokračování na projektu je implementace dalších funkcionalit, které dosud imple-
mentovány nebyly (např. sdílení souborů přímím nahráním na server, vytváření událostí,
. . . ). Zde je však nutné si dobře rozmyslet, zda nová funkcionalita nepřinese místo užitku
spíše nepřehlednost do aplikace.
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