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Povzetek
Naslov: Nadzor nad občutljivimi osebnimi podatki s pomočjo porazdeljenega pri-
stopa Solid
Avtor: Luka Tavčer
Solid (angl. Social Linked Data) je množica predlogov in orodij za izgradnjo po-
razdeljenih socialnih aplikacij, ki temeljijo na načelih povezanih podatkov. Solid
je modularen in razširljiv ter je v največji meri odvisen od obstoječih standardov
in protokolov organizacije W3C. Za razvoj prototipa aplikacije uporabimo stre-
žnik node-solid-server. Aplikacija se nanaša na področje zdravstva, in sicer pod-
pira ustvarjanje novih računov, varno avtentikacijo s pomočjo spletne identitete
WebID in standardov TLS. Uporabniki so zdravstveni delavci in bolniki, katerim
se lahko dopolnjuje in ureja medicinska kartoteka. Svojo rešitev tudi ovredno-
timo in primerjamo z obstoječimi rešitvami, ki se v zdravstvu uporabljajo pri nas.
Ugotovimo, da je pristop za področje zdravstva primeren in ima potencial. Pri
sprejemanju pristopa v praksi se lahko pojavijo težave zaradi slabšega poznava-
nja tehnologij semantičnega spleta in odvisnosti od države. Razvoj je posledično
dražji od razvoja s konvencionalnimi tehnologijami, kar pa morda ni v interesu
države.
Ključne besede: socialno povezani podatki, platforma povezanih podatkov, po-
vezani podatki v zdravstvu.

Abstract
Title: Controlling sensitive personal information using Solid distributed approach
Author: Luka Tavčer
Solid (Social Linked Data) is a set of suggestions and tools for building distributed
social applications based on the principles of linked data. Solid is modular and
scalable and is mostly dependent on W3C’s existing standards and protocols. We
use a node-solid-server to develop an application prototype. The applica-
tion is related to the healthcare industry and supports the creation of new Solid
accounts, secure authentication using WebID Web identity and TLS standards.
Application’s users are divided into two groups, healthcare professionals and pa-
tients who may have their medical records updated and edited. Our solution is also
evaluated and compared with existing solutions used in healthcare. We conclude
that using Solid approach in healthcare has potential. However, the adoption of
the approach in practice may prove difficult because healthcare is usually man-
aged by the state. In general, semantic web technologies are less known. As a
result, development is more expensive than conventional technology, which may
not be in the interest of the state.
Keywords: social linked data, linked data platform, linked data in healthcare.

Poglavje 1
Uvod
Leta 1991 je Tim Berners-Lee javnosti predstavil svetovni splet. Čeprav se je od
spleta, ki ga poznamo danes, zelo razlikoval, je vseboval zamisli in ideje, ki jih
vsebuje Tim Berners-Leejev projekt z imenom semantični splet [8].
Glavni gradniki takšnenga spleta so tako imenovani viri, ki so med sabo povezani.
Viri so tako obogateni z meta podatki in predstavljeni neodvisno ter ločeno od
aplikacij, ki jih uporabljajo.
Konzorcij W3C je za obdelovanje virov in povezanih podatkov določil standarde,
na katerih bi se gradile platforme oziroma aplikacije povezanih podatkov. S stan-
dardi so opisali pravila in uporabo metod HTTP za dostopanje, urejanje, ustvar-
janje in brisanje spletnih virov, ki uporabljajo povezane podatke ter komunikacijo
med odjemalcem in strežnikom [11].
1.1 Motivacija
Na spletu danes prevladujejo centralizirane aplikacije, razvite s strani velikih kor-
poracij, ki si uporabniške podatke lastijo in z njihovo prodajo služijo ter razpola-
gajo, kakor želijo. Želimo pa si, da bi bili ljudje pravi lastniki svojih podatkov, nad
njimi imeli popoln nadzor, se sami odločali, kdo lahko do njih dostopa in kakšne
pravice ima.
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Podobno težavo lahko opazimo na področju zdravstva. Kljub dostopni teh-
nologiji in tehnološko primerni infrastrukturi se v zdravstvu še vedno soočamo
s primarno papirnim poslovanjem, pisnimi zahtevami za dostopanje do bolniko-
vih občutljivih osebnih podatkov, nenehnim ponavljanjem in izpolnjevanjem istih
obrazcev ter centraliziranimi podatkovnimi zbirkami. Zato si želimo princip pove-
zanih podatkov in pristop Solid uporabiti na področju zdravstva in s tem prikazati
njegove prednosti pred uporabo konvencionalnih pristopov.
1.2 Struktura dela
Delo začnemo z uvodom v semantični splet in povezane podatke, ki so temelj za
vse nadaljnje delo. Pojasnimo osnovne koncepte in prednosti povezanih podatkov.
Opišemo glavne tehnologije (RDF, FOAF, Turtle), ki jih bomo uporabljali skozi
diplomsko delo. Na primeru ontologije FOAF pojasnimo namen in idejo uporabe
ontologij na semantičnem spletu.
Sledi podroben opis pristopa Solid, njegovih komponent in prednosti, ki jih pri-
naša. Zaradi lažjega razumevanja je pristop dopolnjen s konkretnimi primeri.
Nato v poglavju 4 opišemo dodatne tehnologije, ki smo jih uporabili pri izdelavi
prototipa aplikacije.
V poglavju 5 pojasnimo, kako se shranjevanje občutljivih osebnih podatkov v
zdravstvu rešuje trenutno. Predlagamo, kako bi lahko za enak problem uporabili
pristop Solid in kako smo se razvoja prototipa lotili mi. Navedemo glavne funk-
cionalnosti prototipa ter tehnične podrobnosti implementacije.
Na koncu v poglavju 6 rešitev ovrednotimo in primerjamo z obstoječo rešitvijo.
Poglavje 2
Semantični splet
Semantični splet je nadgradnja svetovnega spleta, ki ga poznamo danes. Osnovan
je bil s strani organizacije World Wide Web Consortium (W3C) na čelu s Timom
Berners-Leejem z namenom, da bi podatke na spletu semantično strukturirali ter
povezali [2]. S strojno berljivimi meta podatki bi nadgradili že obstoječ splet, ki
je sestavljen iz človeku berljivih spletnih strani. Meta podatki spletne strani opi-
sujejo ter opredelijo, kako so le-te in podatki na njih med seboj povezani. S tem
napravam omogočijo lažje in učinkovitejše direktno poizvedovanje po podatkih
na spletnih stranih [12].
Hkrati je eden glavnih ciljev odmik od centraliziranih storitev, kot so družabna
omrežja, spletni iskalniki, aplikacije za klepet, ter vse ostale storitve in aplika-
cije, katerih delovanje je odvisno od ene same organizacije. Gre za korak proti
decentralizaciji podatkov.
2.1 Povezani podatki
Cilj semantičnega spleta ni samo podatke narediti berljive napravam, ampak tudi
natančno opredeliti razmerja in povezave med njimi.
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Glavna načela povezanih podatkov so [10]:
• gre za različne konceptualne objekte katerih imena se začnejo s HTTP,
• če naredim poizvedbo na eno izmed teh imen HTTP, nam bo vrnilo podatke
v enem izmed standardiziranih formatov (RDF) o tem objektu,
• ko te podatke dobimo, ne bodo vsebovali samo višine, teže ali starosti ne-
koga, ampak bodo vsebovali tudi razmerja in povezave do podatkov, katerih
imena se prav tako začnejo s HTTP.
Prav tako kot so strukturirani dokumenti HTML, so v dokumentih strukturirani
tudi povezani podatki. Zapisani so z uporabo standarda RDF (angl. Resource
Description Framework, podrobneje opisan v poglavju 2.2). Standard omogoča
dinamično in prilagodljivo opisovanje stvari v svetu, kot so ljudje, lokacije ali
abstraktni koncepti. Te izjave so hkrati povezave do stvari v resničnem svetu. Na
primer, da nam dostopna točka 1 vrača podatke o medicinskem izvidu. Dostopna
točka 2 vrača podatke o bolnišnici, v kateri je izvid shranjen, dostopna točka 3 pa
o mestu, v katerem je bolnišnica (glej sliko 2.1).
Slika 2.1: Podatki o izvidu, bolnišnici in mestu po dostopnih točkah.
Na konvencionalnem spletu bi lahko ločeno zbrali podatke s pomočjo spletnih
iskalnikov. Upali bi, da dobimo ustrezne rezultate ter sklepali, da smo našli pravo
bolnišnico. V primeru, da je v mestu več bolnišnic z istim imenom, pa bi lahko
prišlo do dvoumnosti. Te podatke bi lahko pridobili veliko lažje in hitreje, če bi
bile entitete med seboj povezane (glej sliko 2.2), ter se hkrati znebili dvoumnosti,
saj bi bila razmerja eksplicitno določena.
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Slika 2.2: Medsebojno povezane entitete izvid, bolnišnica in mesto.
2.2 RDF
Ogrodje RDF (angl. Resource Description Framework) je ena ključnih tehnologij
semantičnega spleta in trenutnega standarda W3C za zapis in izmenjavo podatkov
ter spletnih virov [22]. Primerjamo ga lahko z relacijskimi modeli, kjer v relacij-
skih podatkovnih bazah podatke organiziramo kot povezane tabele z atributi.
Prav tako je tudi RDF način organiziranja podatkov, predstavimo pa ga lahko kot
graf in za razliko od relacijskih modelov ne vsebuje shem, s čimer je nekoliko bolj
prilagodljiv. Objekti v grafu so prepleteni s povezavami.
Kot primer lahko vzamemo naslednjo izjavo:
Luka pozna Anjo.
Izjavo lahko razbijemo na več delov. Pri RDF so to tako imenovani trojčki, ki
so sestavljeni iz subjekta, predikata in objekta. V prejšnji izjavi je subjekt Luka,
predikat pozna pa pomensko povezuje subjekt z objektom Anjo. Praktično vse
izjave lahko definiramo na podoben način.
RDF ni namenjen le prikazovanju podatkov ljudem, ampak tudi povezovanju in
komuniciranju med spletnimi aplikacijami. Za izmenjavo in serializacijo podat-
kov je na voljo več formatov, primeri najbolj znanih pa so Turtle, JSON-LD,
RDF/XML, RDF/JSON. Za potrebe diplomske naloge bosta uporabljena Turtle
in JSON-LD, ki sta človeku prijazna in berljiva.
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2.3 FOAF
FOAF (angl. Friend Of A Friend) je ontologija, namenjena povezovanju in opi-
sovanju ljudi ter informacij na spletu. Je slovar, ki vsebuje razrede in lastnosti
objektov [6]. Slovarji in izrazi FOAF pa so na spletu objavljeni kot povezani do-
kumenti. Rezultat projekta FOAF je omrežje povezanih dokumentov, ki opisujejo
omrežje ljudi z uporabo strojno berljivih spletnih strani.
Objekti v projektu FOAF so lahko različnih tipov, nekateri opisujejo ljudi, drugi
dokumente, tretji skupine. Različne aplikacije lahko tako uporabijo samo dolo-
čene dele slovarja FOAF, ki jih potrebujejo za svoje delovanje, ostale pa ignori-
rajo.
Večino glavnih izrazov v grobem delimo v naslednji skupini:
• Jedro - so razredi in lastnosti, ki so jedro FOAFa, opisujejo lastnosti ljudi
in skupin, ki so neodvisne od časa in tehnologije. Tako lahko opisujejo
osnovne podatke o ljudeh danes, v preteklosti in v prihodnosti.
• Družabni splet - vsebuje izraze, ki dopolnjujejo jedro in se uporabljajo za
opisovanje spletnih računov, naslovov in ostalih družabnih dejavnosti.
Cilj projekta je, da ljudje podatke in dokumente objavijo v formatu FOAF, saj s
tem napravam omogočijo branje in njihovo uporabo, ter tako hkrati splet naredijo
strojem oziroma napravam prijaznega.
Dokumenti FOAF niso nič drugega kot tekstovne datoteke, zapisane v enem izmed
serializacijskih formatov RDF oziroma jezikov, kot je na primer jezik Turtle (glej
poglavje 2.4).
Primer razreda v ontologiji FOAF je foaf:Agent. Ta po definiciji opisuje vire,
ki delujejo ali imajo moč delovanja oziroma stvari, ki delajo stvari [6]. Eden
izmed bolj znanih razredov, ki deduje od foaf:Agent, je razred za opisovanje
oseb foaf:Person.
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Definicija foaf:Agent v slovarju FOAF je sledeča [5]:
Status: stabilno
Lastnosti: firstName, lastName, familyNamy, img, knows, plan ...
Se uporablja z: knows
Podrazed od: foaf:Agent
Nezdružljiv z: foaf:Project foaf:Organization
2.4 Turtle
Turtle je format zapisovanja podatkov v podatkovnem modelu RDF s pomočjo
subjekt–predikat–objekt trojčkov (angl. triples) [33]. Za primer vzemimo nasle-
dnje izjave:
1 Lukovo polno ime je Luka Tavcer.
2 Lukov priimek je Tavcer.
3 Luka pozna Anjo.
4 Luka pozna Jana.
Te izjave zapišemo kot trojčke subjekt–predikat–objekt:
1 <http://luka.example.com/profile/card#me>
2 <http://xmlns.com/foaf/0.1/name>
3 "Luka Tavcer"@sl .
4
5 <https://luka.example.com/profile/card#me>
6 <http://xmlns.com/foaf/0.1/familyName>
7 "Tavcer"@sl .
8
9 <http://luka.example.com/profile/card#me>
10 <http://xmlns.com/foaf/0.1/knows>
11 <http://anja.example.com/profile/card#me> .
12
13 <http://luka.example.com/profile/card#me>
14 <http://xmlns.com/foaf/0.1/knows>
15 <http://jan.example.com/profile/card#me> .
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Naslove URI obdamo z ’<>’, dejanske vrednosti atributov z dvojnimi nare-
kovaji ’”’, ’@sl’ pa pove, da vrednosti uporabljajo slovenski jezik. Ta način
zapisovanja trojčkov je lahko zelo dolg. Da bi izboljšali berljivost in pisanje, Tur-
tle omogoča zapisovanje trojčkov s pomočjo kratic. Tako lahko prejšnje primere
zapišemo na krajši in berljivejši način:
1 @prefix luka: <http://luka.example.com/profile/card#me>.
2 @prefix foaf: <http://xmlns.com/foaf/0.1/>.
3
4 luka:me foaf:name "Luka Tavcer"@sl;
5 foaf:familyName "Tavcer"@sl;
6 foaf:knows <http://anja.example.com/profile/card#me>,
7 <http://jan.example.com/profile/card#me> .
Dolge naslove URI lahko skrajšamo, tako da na začetku definiramo predpone
(@prefix) na katere se lahko kasneje sklicujemo. Za ponovno uporabo subjekta
namesto pike uporabimo podpičje ’;’, za ponovno uporabo tako subjekta kot pre-
dikata pa dele trojčka ločimo z vejico ’,’. Isti primer je ponazorjen še grafično na
sliki 2.3.
Slika 2.3: Grafični prikaz primera v Turtle formatu.
Poglavje 3
Solid
Solid (angl. Social Linked Data) je eden izmed projektov decentralizacije svetov-
nega spleta, ki ga vodi Tim Berners-Lee pod okriljem svoje organizacije World
Wide Web Consortium (W3C). Gre za nabor modularnih specifikacij, standardov
in orodij, ki nadgrajujejo glavne obstoječe tehnologije svetovnega spleta (HTTP,
REST, HTML) v kombinaciji s tehnologijami semantičnega spleta (povezani po-
datki) [26].
Namen projekta je spremeniti in izboljšati delovanje spleta, kot ga poznamo da-
nes. Glavni cilj je ljudem omogočiti popolno lastništvo in nadzor nad njihovimi
podatki. To pa je omogočeno s pomočjo naslednjih orodij:
• spletna identiteta,
• avtentikacija in prijava,
• avtorizacija in seznam pravic,
• pošiljanje sporočil ter obvestil.
3.1 Specifikacije in komponente
V naslednjih podpoglavjih so opisane komponente, ki jih uporabljajo in na katerih
temeljijo aplikacije Solid.
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3.1.1 Spletna identiteta WebID
V aplikacijah Solid se vsak uporabnik identificira s svojo spletno identiteto ime-
novano WebID. Gre za enolični identifikator vira URI (angl. Uniform Resource
Identifier), ki tvori ogrodje in je osnova za delovanje večine Solid tehnologij, na
primer avtentikacije, avtorizacije, pravic dostopa in uporabniških profilov [28].
Primera spletne identite:
https://luka.example.com/profile/card#me ali
http://osebnastran.org/#webid
Spletna identiteta se nanaša na entiteto oziroma objekt, ki je lahko poljubnega
tipa (Oseba, Organizacija, Skupina, Naprava itd.) in kaže na lokacijo javnega
WebID profilnega dokumenta (glej poglavje 3.1.2), v katerem je shranjen njegov
opis in drugi podatki.
Hkrati lahko identificira stvar, ki lahko obstaja izven spleta in spletni dokument,
ki to stvar opisuje. Na primer opis oseba Luka se nahaja na njegovi spletni strani
https://luka.example.com/profile/card. Anji pa videz njegove
domače strani ni všeč, a se z Luko vseeno želi povezati. Zato sta potrebna dva
enolična identifikatorja vira, eden za povezavo z Luko in eden za domačo spletno
stran oziroma dokument RDF, ki ga opisuje.
Če oseba Luka nadzoruje https://luka.example.com/profile/card,
je lahko https://luka.example.com/profile/card#me njegova sple-
tna identiteta WebID.
Relacijo med enoličnim identifikatorjem vira WebID in profilom WebID pona-
zarja slika 3.1.
3.1.2 Profil
Solid za upravljanje z identitetami in varnostnimi podatki, kot so javni ključi,
uporablja profilne dokumente WebID. Gre za RDF spletni vir, ki mora biti na vo-
ljo kot medijski tip (MIME) text/turtle, lahko pa je na voljo tudi v drugih
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Slika 3.1: Relacija med enoličnim identifikatorjem vira WebID in profilom We-
bID.
serializacijskih formatih RDF, kot so JSON-LD ali HTML+RDFa.
Do profilnega dokumenta lahko dostopamo preko njegovega WebID URIja in je
privzeto vrnjen v že omenjenem formatu povezanih podatkov Turtle. Dokument
lahko vsebuje različne podatke, kot so uporabnikovo ime, priimek, starost, prika-
zna slika, naslovi do uporabnikovih nastavitev in ostalih povezanih dokumentov
ter sezname javnih ključev. Da je dokument veljaven, mora izpolnjevati 3 ključne
zahteve.
• Dokument je instanca foaf:PersonalProfileDocument.
• Vsebovati mora predikat foaf:primaryTopic.
• Predikat foaf:primaryTopic mora biti veljaven foaf:Agent tip, na
primer foaf:Person.
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Primer minimalno zadostujočega profilnega dokumenta v formatu Turtle:
1 @prefix foaf: <http://xmlns.com/foaf/0.1/>.
2
3 <https://luka.example.com/profile/card>
4 a foaf:PersonalProfileDocument;
5 foaf:primaryTopic <#me> .
6
7 <#me>
8 a foaf:Person .
Isti profilni dokument zapisan v formatu JSON-LD (application/ld+json).
1 {
2 "@context": {
3 "foaf": "http://xmlns.com/foaf/0.1/"
4 },
5 "@graph": [
6 {
7 "@id": "https://luka.example.com/profile/card",
8 "@type": "foaf:PersonalProfileDocument",
9 "foaf:primaryTopic": {
10 "@id": "#me"
11 }
12 },
13 {
14 "@id": "#me",
15 "@type": "foaf:Person"
16 }
17 ]
18 }
Za uporabo v praksi pa je zaželjenih še nekaj dodatnih podatkov:
• profil mora vsebovati foaf:name, pravo ime ali psevdonoim, ki predsta-
vlja uporabnika,
• javno sliko oziroma avatar uporabnika foaf:img,
• kratek niz, uporabniško ime foaf:nick,
• podatek o javnem ključu cert:key za avtentikacijo s pomočjo WebID+TLS,
ki je trenutno primaren način avtentikacije,
• korensko mesto shranjevanja pim:storage, da aplikacije vedo, od kod
brati in kam pisati podatke.
DIPLOMSKA NALOGA 13
1 @prefix foaf: <http://xmlns.com/foaf/0.1/>.
2 @prefix cert: <http://www.w3.org/ns/auth/cert#>.
3 @prefix pim: <http://www.w3.org/ns/pim/space#>.
4
5 <https://luka.example.com/profile/card>
6 a foaf:PersonalProfileDocument;
7 foaf:primaryTopic <#me> .
8
9 <#me>
10 a foaf:Person;
11 foaf:name "Luka";
12 cert:key
13 [
14 # ... vrstice certifikata
15 ];
16 pim:storage <../> .
3.1.3 Avtentikacija
Proces avtentikacije uporabnika v aplikacijah po navadi poteka s pomočjo kombi-
nacije uporabniškega imena in gesla. Uporabniško ime enolično identificira upo-
rabnika, geslo pa potrdi, da gre res zanj. Nekatere aplikacije pa poleg tega upo-
rabljajo še sekundarno avtentikacijo, morebiti v obliki sekundarnega e-poštnega
naslova ali pa telefonske številke, na katero uporabnik prejme kodo in z njo do-
datno potrdi svojo identiteto. Hkrati se uporablja tudi za obnavljanje računa v
primeru, ko uporabnik izgubi svoje uporabniško ime ali geslo.
Solid za avtentikacijo primarno uporablja mehanizem WebID-TLS. Gre za identi-
fikacijo s pomočjo spletne identitete WebID in šifriranja TLS. Tako se za identifi-
kacijo namesto uporabniškega imena uporabi WebID, namesto gesla pa certifikat,
shranjen v uporabnikovem spletnem brskalniku [18]. Ko se uporabnik prijavlja v
aplikacijo, ki uporablja strežnik Solid ter avtentikacijo WebID-TLS, se mu odpre
pojavno okno, ki ga vpraša za veljaven certifikat. Certifikat se pošlje na strežnik,
kjer se preveri ujemanje poslanega zasebnega ključa z njegovim pripadajočim jav-
nim, shranjenim v uporabnikovem profilnem dokumentu WebID.
14 LUKA TAVČER
3.1.4 Avtorizacija in pravice dostopa
Ko je identiteta uporabnika s pomočjo primarne avtentikacije Solid potrjena, je
treba določiti, do katerih virov in s kakšno ravnjo lahko uporabnik dostopa (branje,
pisanje, dodajanje). Solid za avtorizacijo uporablja mehanizem WAC (angl. Web
Access Control) oziroma mehanizem za nadzor spletnega dostopa.
Gre za decentraliziran sistem, ki različnim uporabnikom in skupinam dovoljuje
dostop do virov opredeljenih s spletnimi HTTP URIji. Podoben je sistemu za
nadzor pravic dostopa v datotečnih sistemih, le da so dokumenti, uporabniki in
skupine določeni s spletnimi identifikatorji URI. Tako se na primer uporabnik
identificira s spletno identiteto WebID, skupina pa s pomočjo URIja razreda, ki mu
uporabniki pripadajo [13]. Uporabnik, ki gostuje na določenem spletnem mestu,
je lahko član skupine, ki se nahaja na popolnoma drugem spletnem mestu.
Prav tako lahko do določenega dokumenta uporabniki in skupine, ki imajo po-
trebne pravice, dostopajo iz spletnih mest, ki se ne nahajajo na isti lokaciji kot
dokument, do katerega dostopajo. Uporabniki torej za dostop do dokumentov, ki
tam gostujejo, ne potrebujejo spletnega profila na istem spletnem mestu.
3.2 Upravljanje z viri
Seznami pravic za dostopanje do virov t. i. ACL (angl. Access Control List) so
shranjeni v dokumentih s končnico .acl. Zapisani so v enem izmed že omenjenih
formatov povezanih podatkov (privzeto Turtle) z izrazi ontologije ACL, katere
shema in relacije so ponazorjene na sliki 3.2 [1].
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Slika 3.2: Shema ontologije ACL
Tako strežnik na vsak zahtevek za spletni vir odgovori z dokumentom HTTP,
ki vsebuje povezavo na njegov pripadajoč dokument ACL. Primer je ponazor-
jen na sliki 3.3. Vsak lahko dostopa do začetne strani aplikacije na naslovu
https://example.com/index.html, do vira na naslovu /doctor pa lahko
dostopajo le pripadniki skupine Doctor.
Slika 3.3: Shema pravic dostopa do javnih in zasebnih delov aplikacije.
16 LUKA TAVČER
Pravica (acl:Mode) Kaj omogoča?
acl:Read branje in poizvedovanje po vsebini
acl:Write pisanje, dodajanje, brisanje vsebine
acl:Append dodajanje vsebine na konec
acl:Control določanje pravic ACL
Tabela 3.1: Pravice dostopa
Z uporabo sistema WAC lahko vsakemu viru posebej določimo pravice dostopa s
pomočjo množice izjav, ki določajo:
• kdo ima dostop do dotičnega vira,
• katere načine dostopa ima.
V primeru, da želimo vsem dokumentom v določenem direktoriju dodeliti enake
pravice, lahko to naredimo s pomočjo privzetih ACL nastavitev z uporabo pre-
dikata acl:default. Če želimo omogočiti dedovanje pravic dostopa, morajo
biti dokumenti hierarhično urejeni po datotečnih imenikih oziroma v tako imeno-
vanih zabojnikih. Če pa so pravice nastavljene na ravni dokumenta, se privzete
nastavitve direktorija nanj ne prenesejo in se ignorirajo.
3.2.1 Pravice dostopa
Ontologija ACL ima definirane 4 načine dostopa, prikazane v tabeli 3.1.
acl:Read
Pravica omogoča bralni dostop. V arhitekturi REST gre za zahtevke HTTP
GET in HEAD in poizvedovanje oziroma iskanje po vsebini.
acl:Write
S to pravico se omogočijo operacije, ki lahko vir spreminjajo, brišejo ali mu
dodajajo vsebino. V arhitekturi REST so to zahtevki HTTP POST, PUT,
DELETE.
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acl:Append
Pravica omogoča omejeno pisanje oziroma dodajanje vsebine na konec vira
s pomočjo zahtevkov HTTP POST.
acl:Control
Gre za poseben primer, ki agentu da pravico urejanja virov ACL.
3.2.2 Primeri dokumentov ACL
Da bi bralni dostop do vira na naslovu https://example.com/public
omogočili vsem uporabnikom in ga s tem naredili javno dostopnega, lahko de-
finiramo naslednji dokument ACL.
1 # Vsebina ACL dokumenta na https://example.com/public.acl
2 @prefix acl: <http://www.w3.org/ns/auth/acl#> .
3 @prefix foaf: <http://xmlns.com/foaf/0.1/>.
4
5 <#authorization>
6 a acl:Authorization;
7 acl:agentClass foaf:Agent;
8 acl:accessTo <https://example.com/public>;
9 acl:mode acl:Read.
Pravice lahko nastavimo bolj natančno samo za določenega uporabnika. Tako
lahko podamo primer dokumenta ACL, ki uporabniku z imenom Luka dodeli vse
pravice za vir, ki je na spletnem naslovu https://example.com/file.
1 # Vsebina dokumenta ACL na https://example.com/file.acl
2 @prefix acl: <http://www.w3.org/ns/auth/acl#> .
3
4 <#authorization2>
5 a acl:Authorization;
6 acl:agent <https://luka.example.com/profile/card#me>;
7 acl:accessTo <https://example.com/file>;
8 acl:mode acl:Read,
9 acl:Write,
10 acl:Control.
Podobno lahko definiramo dokument, ki z uporabo predikata acl:agentGroup
pravice dodeli članom določene skupine. Spodaj je podan primer dokumenta
ACL, ki članom skupine Doctors dodeli pravici branja in pisanja virov
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na https://example.com/group-file, članom skupine Patients pa le
branje.
1 @prefix acl: <http://www.w3.org/ns/auth/acl#>.
2
3 <#authorization1>
4 a acl:Authorization;
5 acl:accessTo <https://example.com/group-file>;
6 acl:mode acl:Read,
7 acl:Write;
8 acl:agentGroup <https://example.com/groups#Doctors> .
9
10 <#authorization2>
11 a acl:Authorization;
12 acl:accessTo <https://example.com/group-file>;
13 acl:mode acl:Read;
14 acl:agentGroup <https://example.com/groups#Patients> .
Skupini Doctors in Patients sta v tem primeru definirani v dokumentu groups , na
naslovu https://example.com/groups. Izrazi uporabljajo ontologijo za
opisovanje skupin in organizacij vCard [34]. S predikatom vcard:hasMember
se določi člane, ki skupini pripadajo. Primer dokumenta skupine Doctors, v kateri
sta člana Luka in Jan, ter skupine Patients, v kateri je Anja.
1 @prefix acl: <http://www.w3.org/ns/auth/acl#>.
2 @prefix vcard: <http://www.w3.org/2006/vcard/ns#>.
3
4 <#Doctors>
5 a vcard:Group;
6 vcard:hasUID <urn:uuid:A3FA5223-...-:ABGroup>;
7
8 # Clani skupine Doctors
9 vcard:hasMember
10 <https://luka.example.com/profile/card#me>;
11 vcard:hasMember
12 <https://jan.example.com/profile/card#me>.
13
14 <#Patients>
15 a vcard:Group;
16 vcard:hasUID <urn:uuid:E02630E3-C7DF-4634-856D-
EBF2F298583D:ABGroup>;
17
18 # Clani skupine Patients
19 vcard:hasMember <https://anja.domena.si/profile#me>;
DIPLOMSKA NALOGA 19
3.3 Prednosti
V naslednjih podpoglavjih so predstavljene glavne prednosti, ki jih ponuja pristop
Solid.
3.3.1 Popolno lastništvo in nadzor nad podatki
Trenutno je večina spletnih aplikacij zgrajenih zelo centralno usmerjeno. Vsi po-
datki so shranjeni na enem mestu v podatkovnih bazah aplikacije, ta pa z uporab-
nikovimi podatki razpolaga, kakor želi, kar v mnogih primerih nasprotuje želji in
pravici po lastništvu podatkov.
Aplikacije Solid pa uporabniku omogočajo, da sam določi lokacijo njegovih po-
datkov in kdo lahko do njih dostopa. Z ločitvijo vsebine in podatkov, ki jih apli-
kacija uporablja, je uporabnikom to omogočeno [29].
Podatki se nahajajo v t. i. uporabnikovi podatkovni kapsuli (angl. data pod). Gre
za naslov URI, ki ga določi uporabnik.
3.3.2 Modularnost
Ker so aplikacije ločene od podatkov, ki jih proizvajajo in uporabljajo, se upo-
rabniki lahko izognejo zaklepu podatkov. Brez težav pa bodo lahko preklapljali
med aplikacijami in strežniki za shranjevanje osebnih podatkov, brez da bi pri tem
izgubili podatke ali družabne povezave [29].
3.3.3 Ponovna uporaba obstoječih podatkov
Ker vsaka centralna aplikacija upravlja s podatki specifično po svojih zahtevah,
morajo določene uporabniške podatke hraniti po svojih potrebah in standardih.
Večina pa se jih med sabo razlikuje, kar pa hkrati onemogoča preprosto komuni-
kacijo in prenos podatkov med različnimi aplikacijami. Tako morajo za komuni-
kacijo podatke preoblikovati po specifikacijah ciljne aplikacije v točno določeno
obliko.
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Čeprav so aplikacije različne, za osnovno delovanje pogosto potrebujejo iste upo-
rabniške podatke. Primer je prijava oziroma registracija v aplikacijo, ki za delo-
vanje potrebuje uporabnikovo ime, priimek, datum rojstva, kraj rojstva, starost in
spol. Tako je treba za uporabo različnih aplikacij vedno znova vnašati iste po-
datke.
Pojavi se lahko tudi težava nekonsistentnosti podatkov, saj smo lahko na eni apli-
kaciji spremenili podatek o svojem domačem naslovu, pri drugi pa smo to pozabili
storiti.
Pri aplikacijah Solid pa so vsi ti podatki zbrani na enem mestu, v uporabnikovi po-
datkovni kapsuli. Tako so uporabniški podatki ločeni (decentralizirani) od samih
aplikacij, kar omogoča, da te podatke uporabi poljubna aplikacija, ki smo ji za
to dodelili pravice. S tem uporabnik pridobi popoln nadzor nad svojimi podatki,
hkrati pa se podatki v različnih aplikacijah ne podvajajo ter so konsistentni [29].
Poglavje 4
Uporabljene tehnologije
Za razvoj prototipa aplikacije shranjevanja občutljivih osebnih podatkov v zdra-
vstvu smo združili različne prosto dostopne tehnologije, ogrodja in ontologije se-
mantičnega spleta (RDF, FOAF, Turtle). Aplikacija teče na Node.js [14] mo-
dulu oziroma strežniku node-solid-server [32]. Večina logike pa je napi-
sane v JavaScriptu z uporabo dodatnih knjižnic, kot sta solid-client [25] in
rdflib.js [21], ki olajšajo manipulacijo in prikaz podatkov.
4.1 Node-solid-server
Trenutno je za uporabo na voljo nekaj strežniških implementacij, ki temeljijo na
principu Solid. Glavna izmed njih, node-solid-server, temelji na Node.js
in trenutno podpira naslednje funkcionalnosti:
• pravice dostopa ACL,
• avtentikacija WebID+TLS,
• platforma povezanih podatkov,
• realnočasovne posodobitve z uporabo spletnih vtičnikov (angl. WebSoc-
kets),
• ponudnik za spletne identitete WebID,
• uporaba članov skupine pri pravicah dostopov ACL,
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• obnovitev e-poštnega naslova,
• namestnik CORS (angl. CORS proxy),
Za vzpostavitev in nastavitev novega strežnika v ukazno lupino vpišemo ukaz:
$ solid init
Čarovnik za nameščanje nas vodi skozi nastavitve, ki jih želimo nastaviti.
Strežnik nato zaženemo z naslednjim ukazom:
$ solid start
Ob zagonu mu lahko podamo tudi različne parametre, kot so pot do certifikata in
vrata, na katerih strežnik teče:
$ solid start -ssl-key pot/do/ssl-kljuca.pem -port 8443
Strežnik za svoje delovanje potrebuje veljavne certifikate SSL. Za potrebe razvoja
in lokalnega testiranja lahko začasno izklopimo preverjanje veljavnosti certifika-
tov z nastavitvijo parametra NODE_TLS_REJECT_UNAUTHORIZED na 0.
Strežnik Solid lahko v programski kodi ustvarimo tudi na naslednji način:
1 var solid = require(’solid-server’)
2
3 var ldp = solid.createServer({
4 key: ’/pot/do/sslKljuc.pem’,
5 cert: ’/pot/do/sslCertifikat.pem’
6 })
7
8 ldp.listen(3000, function() {
9 // Platforma povezanih podatkov poslusa na vratih 3000
10 })
Lahko pa ga vpnemo v obstoječo aplikacijo Express na željeno mesto, na primer
na /solid [30].
1 var solid = require(’solid-server’)
2 var app = require(’express’)()
3
4 app.use(’/solid’, solid())
5 app.listen(3000, function() {
6 // Express Solid aplikacija vpeta na ’/solid’
7 })
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4.2 Solid-client
Za razvoj aplikacij lahko uporabimo JavaScript knjižnico solid-client. Gre
za skupek funkcij in orodij za komunikacijo odjemalca s strežnikom, ki temeljijo
na ogrodju REST in močno olajšajo osnovne operacije kot, so preverjanje avten-
tikacije, pošiljanje zahtevkov HTTP in pridobivanje ter dodajanje spletnih virov.
Primer zahtevka GET za pridobivanje zabojnika in njegove vsebine na naslovu
https://example.com/container:
1 solid.web.get("https://example.com/container")
2 .then(function (response) {
3 // Poizvedovani vir je zabojnik
4 if (response.isContainer()) {
5 for (virUrl in response.resources) {
6 // Iteriranje po virih znotraj zabojnika
7 }
8 for (podzabojnikUri in response.containers) {
9 // iteriranje po podzabojnikih glavnega zabojnika
10 }
11 } else {
12 // Dostop do grafa izpeljav (angl. parsed graph)
13 var parsedGraph = response.parsedGraph()
14 }
15 });
Knjižnica se pogosto uporablja v kombinaciji s še eno JavaScript knjižnico –
rdflib.js, opisano v podpoglavju 4.3.
4.3 Rdflib
JavaScript knjižnica rdflib.js omogoča obdelovanje in manipuliranje pove-
zanih podatkov shranjenih v grafih RDF. V Solidu se uporablja v kombinaciji s
knjižnico solid-client. Ko z zahtevkom HTTP pridobimo spletni vir, ga s
pomočjo rdflib.js razbijemo v JavaScript objekt, po katerem lahko poizve-
dujemo z uporabo trojčkov RDF. Omogoča tudi branje in pisanje (serializacijo)
v formate RDF/XML, Turtle in N3. Osnovni objekt oziroma graf, v katerem so
shranjeni trojčki, se imenuje Store.
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Ustvarimo lahko primer grafa in vanj vstavimo nekaj podatkov.
1 // Definiramo imenski prostor za slovar FOAF
2 const FOAF = new $rdf.Namespace(
3 "http://xmlns.com/foaf/0.1/"
4 );
5
6 // Ustvarimo nov graf povezanih podatkov
7 const store = $rdf.graph();
8
9 // S pomocjo funkcije sym() ustvarimo novi vozlisci
10 const luka = $rdf.sym(
11 "https://luka.example.com/profile/card#me"
12 );
13 const jan = $rdf.sym(
14 "https://jan.example.com/profile/card#me"
15 );
16
17 // V graf dodamo nove trojcke podatkov
18 // Luku dodamo ime "Luka", spol "moski" in prijatelja Jana
19 store.add(luka, FOAF("name"), $rdf.lit("Luka"));
20 store.add(luka, FOAF("gender"), $rdf.lit("moski"));
21 store.add(luka, FOAF("knows"), jan);
22
23 // Pridobivanje poljubnega Lukovega prijatelja
24 // V spremenljivki prijatelj je shranjena oseba jan
25 const prijatelj = store.any(me, FOAF("knows"));
Poglavje 5
Shranjevanje občutljivih osebnih
podatkov v zdravstvu
Zdravstvene storitve in podatki postajajo vedno bolj odvisni od shranjevanja v
oblaku in digitalnih storitev, saj to uporabnikom omogoča dostop do podatkov
prek različnih elektronskih naprav, hkrati pa odpravlja stroške in težave, povezane
z vzdrževanjem fizičnih sistemov za shranjevanje. Na področju zdravstva ima
vsaka država svoje zakone, ki pokrivajo shranjevanje, urejanje in deljenje zdra-
vstvenih podatkov.
5.1 Pregled obstoječih rešitev
V Sloveniji se kljub dobro razvitim informacijsko-komunikacijskim tehnologi-
jam v zdravstvu še vedno posluje pretežno papirno [17]. Obstajajo izjeme, kot
so rentgenski in ultrazvočni posnetki, ki se prenašajo na zgoščenkah. Posledično
se soočamo s težavo počasne in neučinkovite izmenjave podatkov med različ-
nimi zdravstvenimi izvajalci. Premik k digitalizaciji in elektronskemu poslovanju
v zdravstvu v Sloveniji se je zgodil leta 2008, z začetkom projekta eZdravje, v
okviru katerega danes deluje že 17 aplikacij [20].
Trenutno je v veljavi Zakon o zbirkah podatkov s področja zdravstvenega varstva
(ZZPPZ), ki pokriva področje obdelave podatkov in zbirke podatkov s področja
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zdravstvenega varstva [4]. Pri slednjem pa je vprašljivo, ali so vse zahteve sploh
potrebne in ali so v praksi res zaživele.
Zbirke osebnih podatkov, ki jih ureja zakon ZZPPZ so:
• osnovna zdravstvena dokumentacija,
• centralni register podatkov o pacientih,
• druge zbirke osebnih podatkov, ki so določene v prilogi tega zakona.
5.1.1 Centralni register podatkov o pacientih - CRPP
Upravljalci zbirk podatkov (izvajalci zdravstvenih dejavnosti) pridobivajo osebne
podatke neposredno od posameznika, na katerega se nanašajo. Na podlagi za-
kona ZZPPZ je nastal centralni register podatkov o pacientih (CRPP), do katerega
imajo upravljalci zbirk podatkov pravico dostopati. Dostopajo lahko do naslednjih
podatkov: EMŠO, ime, priimek, kraj rojstva, leto rojstva, spol, prebivališče, drža-
vljanstvo, zakonski stan, šolska izobrazba, EMŠO matere, očeta, zakonca in otrok,
datum in podatki o dogodkih, spremembah ali popravkih (4. člen ZZPPZ) [4].
Iz že obstoječih zbirk lahko upravljalci posredno pridobivajo osebne podatke brez,
da bi posameznika s tem predhodno seznanili. Ko pa gre za osebne podatke ob-
čutljive narave, lahko te podatke pridobijo le na podlagi pisne privolitve posame-
znika. Med občutljive osebne oziroma zdravstvene podatke štejemo podatke, ki
se nanašajo na rasni izvor, politično pripadnost, članstvo v sindikatih, verska pre-
pričanja ter podatke, ki se nanašajo na posameznikovo zdravje ter njegovo spolno
življenje.
5.2 Solid v zdravstvu
V idealnem primeru bi bila celotna zdravstvena kartoteka z vsemi podatki in vso
zgodovino shranjena na lokaciji, ki jo določi posameznik v tako imenovani osebni
kapsuli (angl. pod – personal online data store). Dostop do teh podatkov bi lahko
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posameznik omogočil različnim zdravstvenim ustanovam oziroma njihovim apli-
kacijam ter s tem imel popolno kontrolo nad tem, kdo lahko do njih dostopa.
Zdravstvene ustanove bi lahko na isto lokacijo v za ta namen določeno mesto pi-
sale in nalagale uporabnikove zdravstvene dokumente.
Tako na primer zdravnik ne bi potreboval pacientove pisne privolitve, saj bi mu
le-ta lahko omogočil dostop kar preko vmesnika.
Eden izmed glavnih ciljev te diplomske naloge je razvoj prototipa Solid aplikacije,
ki rešuje omenjene težave shranjevanja podatkov v zdravstvu. Celotno rešitev smo
za potrebe diplomske naloge poenostavili, tako da podpira samo ključne funkci-
onalnosti. Programska koda rešitve je dostopna na spletni strani Github.com v
repozitoriju z imenom solid [19]. Zraven so podana kratka navodila za postavi-
tev strežnika.
5.3 Funkcionalnosti prototipa aplikacije
Prototip aplikacije podpira registracijo novih uporabnikov. Uporabniki pa se lahko
vanjo prijavijo z uporabniškim imenom in geslom ali pa s spletno identiteto We-
bID s pomočjo certifikata. Uporabnik za polno uporabo prototipa potrebuje profil
Solid, kar pa ne pomeni, da se mora registrirati preko naše aplikacije. Njegov
profil lahko gostuje pri kateremkoli drugem ponudniku Solid profilov ali pa ga
gostuje kar pri sebi.
Do prve strani lahko dostopajo vsi spletni uporabniki, do strani Zdravnik samo
zdravstveni delavci in do strani Pacient samo pacienti (člani skupine Patient).
Pacient lahko izbere svojega osebnega zdravnika in ureja pravice dostopa do nje-
govih izvidov ter po potrebi doda nove specialiste. Zdravstveni delavci pa lahko
izvide svojim pacientom dodajajo in urejajo.
Za lažjo ponazoritev delovanja aplikacije in odvisnosti med akcijami lahko pogle-
damo diagram funkcionalnosti (glej sliko 5.1).
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Slika 5.1: Diagram funkcionalnosti prototipa.
5.4 Uporabniki
Aplikacija omogoča uporabo uporabnikom dveh skupin, zdravstvenim delavcem
in pacientom. Različni uporabniki lahko dostopajo do različnih delov aplikacije.
5.4.1 Zdravstveni delavci
Glavne funkcionalnosti z vidika zdravstvenih delavcev so vpogled v pacientovo
kartoteko, osebne podatke in pisanje ter urejanje njegovih izvidov (glej sliki 5.2
in 5.3). Da bi ločili pravice in še dodatno omejili dostop do določenih delov
kartoteke, se zdravstveni delavci dodatno delijo na naslednje skupine:
Urgenca: zdravniki in ostali delavci, ki delajo na urgenci, imajo privzeto poln
dostop do pacientovih zdravstvenih podatkov – izvidov.
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Osebni zdravnik: pacient izbere svojega osebnega zdravnika in mu privzeto omo-
goči dostop in pravico do urejanja njegovih zdravstvenih podatkov – izvi-
dov.
Specialisti: zdravstveni delavci, ki dobijo dostop do pacientovih izvidov po po-
trebi, npr. ko osebni zdravnik napoti pacienta k ortopedu, mu pacient omo-
goči dostop do svoje zdravstvene kartoteke.
Slika 5.2: Zaslonska maska aplikacije z vidika zdravstvenega delavca.
Slika 5.3: Zaslonska maska - urejanje izvida.
30 LUKA TAVČER
5.4.2 Pacienti
Pacient lahko v svojem uporabniškem vmesniku določa pravice dostopa do svoje
kartoteke. Izbere si lahko svojega osebnega zdravnika ter mu s pomočjo pravic
ACL omogoči bralni ali pisalni dostop (glej sliko 5.5). Prav tako lahko pravice
določi članom skupine Urgenca in Specialist ter po potrebi doda nove specialiste
(glej sliko 5.4).
Slika 5.4: Zaslonska maska pacientovega pogleda aplikacije.
Slika 5.5: Zaslonska maska - dodajanje/zamenjava osebnega zdravnika.
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5.5 Tehnične podrobnosti prototipa
Aplikacija teče na že omenjenem node-solid-server strežniku (glej poglavje 4.1)
na naslovu example.com. Struktura in razporeditev datotek sta prikazana na
sliki 5.6.
Slika 5.6: Struktura aplikacije.
Za delovanje in uspešen zagon je treba nastaviti nekatere parametre, ki so prika-
zani v tabeli 5.1.
Parameter Vrednost Pomen
port 8443 vrata SSL
serverUri "https://example.com:8443" uri naslov Solid strežnika
mount "/" lokacija za pritrditev aplikacije
multiuser true večuporabniški način
sslKey "config/cert/server.key" pot do zasebnega ključa SSL
sslCert "config/cert/server.crt" pot do javnega ključa SSL
webid true avtentikacija s pomočjo WebIDja
Tabela 5.1: Parametri za nastavitev strežnika
Za potrebe razvoja in testiranja v lokalnem okolju (angl. localhost) je treba ustva-
riti in podpisati certifikat SSL. Ustvarimo ga lahko s pomočjo kriptografske knji-
žnice openssl [16].
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Ker smo na strežniku omogočili parameter multiuser, se lahko novi uporab-
niki registrirajo kar v naši aplikaciji. Privzeto bo njihova podatkovna kapsula
shranjena na našem strežniku, seveda pa lahko kasneje lokacijo shranjevanja po-
datkov spremenijo.
Na primer, da se je v aplikaciji registriral nov uporabnik Peter Klepec z upo-
rabniškim imenom peterklepec. Tako je njegov profil dostopen na naslovu
peterklepec.example.com.
5.5.1 Priprava pacientove podatkovne kapsule
Ko se uporabnik prijavi v aplikacijo se mu v brskalniku z JavaScript kodo sproži
inicializacija aplikacije in priprava prostora v uporabnikovi podatkovni kapsuli,
kamor bo prototip shranjeval zdravstvene podatke (glej sliko 5.7). Na korenskem
mestu shranjevanja, se mu ustvari direktorij health, ki predstavlja glavni pro-
stor naše aplikacije in poddirektorij records kamor se bodo shranjevali zdra-
vstveni izvidi. Za delovanje je treba ustvariti še datoteko ACL, ki bo določala
privzete pravice dostopa zdravstvenim delavcem. Končna struktura je prikazana
na sliki 5.8.
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Slika 5.7: Priprava prostora v uporabnikovi podatkovni kapsuli.
Slika 5.8: Uporabnikova podatkovna kapsula.
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5.5.2 Dodajanje izvidov
Zdravniki lahko svojim pacientom dodajo nove izvide tako, da na spletni strani
izpolnijo obrazec za dodajanje izvidov. Nato s klikom na gumb Dodaj sprožijo
JavaScript funkcijo publish(). Poenostavljena verzija funkcije s poudarkom
na manipulaciji trojčkov RDF pa je videti tako:
1 async function publish() {
2 const title = $(’#publish-title’).val();
3 const content = $(’#publish-content’).val();
4 const patient = $(’#select-patient’).val();
5
6 // Pridobi pacientov profil in korensko mesto
shranjevanja
7 let storage = ’’;
8
9 await solidClient.getProfile(patient)
10 .then(function (profile) {
11 storage = profile.storage[0];
12 });
13
14 const recordsUri = storage + ’health/records/’;
15 const doctorWebID = session.webId;
16
17 // Ustvari nov izvid
18 solidClient.web.post(recordsUri).then(function (meta) {
19 // Zdruzi koren shranjevanja in URI naslov izvida
20 let newRecordUri = storage.slice(0, -1) + meta.url;
21
22 let store = $rdf.graph();
23
24 // Vozlisce novega izvida v grafu
25 let newRecord = $rdf.sym(SIOC(’Post’));
26
27 // Dodaj trojcek z naslovom novega izvida v graf
28 store.add(newRecord, DCT(’title’), $rdf.lit(title));
29
30 // Dodaj trojcek vsebine izvida v graf
31 store.add(
32 newRecord,
33 SIOC(’content’),
34 $rdf.lit(content)
35 );
36
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37 // Avtor/zdravnik izvida
38 store.add(
39 newRecord,
40 DCT(’creator’),
41 $rdf.lit(doctorWebID)
42 );
43
44 // Dodajanje ostalih podatkov na enak nacin
45 .
46 .
47
48 // Serializiraj podatke v format Turtle
49 let data = new $rdf.Serializer(store).toN3(store);
50
51 // Dodajanje podatkov o izvidu
52 solidClient.web.put(newRecordUri, data)
53 .then(function (meta) {
54 console.log("Izvid ustvarjen na: " + meta.url);
55
56 // Osvezi vse izvide
57 loadRecords();
58 });
59 });
60 }
Primer ustvarjenega izvida v formatu Turtle:
1 @prefix sioc: <http://rdfs.org/sioc/ns#>.
2 @prefix dct: <http://purl.org/dc/terms/>.
3 @prefix XML: <http://www.w3.org/2001/XMLSchema#>.
4
5 sioc:Post
6 sioc:content "To je vsebina izvida.";
7 dct:title "Izvid 1";
8 dct:created "2019-08-13T22:58:10+02:00"^^XML:dateTime;
9 dct:creator "https://doctor.example.com/profile/card#me";
10 dct:rightsHolder
11 "https://patient.example.com/profile/card#me" .
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5.5.3 Pridobivanje izvidov
Aplikacija bolnikom in zdravnikom, ki imajo ustrezne pravice, omogoča vpogled
v zdravstveno kartoteko oziroma izvide. Za pridobivanje izvidov je bila ustvarjena
JavaScript funkcija fetchRecords(), ki sproži AJAX klic in pridobi pacien-
tove izvide. Najprej z uporabo knjižnice solid-client naredimo zahtevek
GET na uporabnikov URI (npr. https://luka.example.com/health/records), ki vrne
vsebino (naslove URI izvidov) zabojnika records. Nato iteriramo po virih iz-
vidov in za vsakega izvedemo naslednje:
1. Pridobi vsebino/podatke vira in jih shrani v graf.
2. V grafu poišči ustrezne trojčke kot so naslov, vsebina ter vsi ostali po-
membni podatki izvida.
3. Pridobljene podatke dodaj kot vrstice HTML.
Poenostavljena programska koda implementacije je videti takole:
1 // Seznam izvidov
2 let records = []
3
4 async function fetchRecords() {
5
6 // Iteriramo po virih izvidiov znotraj zabojnika
7 for (let i=0; i<response.contentsUris.length; i++) {
8 // URI izvida
9 let resource = response.contentsUris[i];
10
11 // Vozlisce izvida v grafu
12 let record = $rdf.sym(resource);
13
14 // Pridobi podatke o izvidu
15 await fetcher.load(resource);
16
17 // V grafu poisci naslov izvida
18 let title = store.any(
19 SIOC(’Post’),
20 DCT(’title’),
21 undefined,
22 record
23 );
24
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25 // V grafu poisci vsebino izvida
26 let content = store.any(
27 SIOC(’Post’),
28 SIOC(’content’),
29 undefined,
30 record
31 );
32
33 // V grafu poisci ostale ustrezne podatke/trojcke
34 ...
35
36 let recordData = {
37 title: title.value,
38 content: content.value,
39 .
40 .
41 };
42
43 // Dodaj izvid v seznam izvidov
44 records.push(recordData);
45 }
46 }
38 LUKA TAVČER
Poglavje 6
Vrednotenje prototipa
Ustvarjena aplikacija je le prototip, ki prikazuje možnost uporabe povezanih po-
datkov in pristopa Solid v zdravstvu. Omogoča nekaj osnovnih funkcionalnosti,
sistemi v zdravstvu pa so kompleksnejši. A vendar smo ustvarili in se naučili
dovolj, da jo lahko primerjamo z obstoječimi rešitvami.
6.1 Analiza SWOT in primerjava z obstoječimi re-
šitvami
Danes se v mnogih organizacijah soočajo s strateškim načrtovanjem z namenom
povečanja produktivnosti in uspešnosti. Za izboljšanje procesov se pogosto upo-
rablja analiza SWOT, ki ovrednoti notranje in zunanje dejavnike v organizaciji.
Tehniko v svojem članku opisujeta Gürel Emet in Tat Merba [7]. Prav tako lahko
prednosti, slabosti, priložnosti in nevarnosti svoje in obstoječe rešitve z analizo
SWOT ovrednotimo tudi mi.
Podatke v tabeli 6.1 lahko pokomentiramo in našo rešitev primerjamo z obsto-
ječimi. Glavne prednosti pristopa Solid v zdravstvu so v decentralizaciji podat-
kov in ločitvi podatkov od aplikacij, s čimer postane pravi lastnik podatkov bolnik
sam. Do podatkov pa lahko dostopa kadarkoli in kjerkoli.
Zdravstvene ustanove z našo rešitvijo za pridobivanje podatkov ne potrebujejo pi-
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sne privolitve, ampak jo lahko hitro od bolnika pridobijo kar preko aplikacije.
Močno se razbremenijo delavci v zdravstvenih ustanovah, saj izvidov ni treba ko-
pirati in prepisovati. Bolnik pa ne izpolnjuje obrazcev, ki zahtevajo iste podatke
(ime, priimek, spol, EMŠO ...) večkrat. Prenos izvidov pa je zato hitrejši, kar
zmanjša čakalne dobe, poveča efektivnost delavcev, zmanjšanje papirnega poslo-
vanja pa ima še dodatno ekološko vrednost.
V praksi se papirno poslovanje še vedno izkaže uporabno, saj imajo starejši ljudje
več težav z uporabo elektronskih naprav in prilagajanju na novosti ter spremembe.
Zdravstvene organizacije se morajo za ohranjanje optimalnosti nenehno prilaga-
jati, podrobneje opisano v knjigi Essentials of Strategic Planning in Healthcare [9].
Za kar so tehnologije semantičnega spleta, kot je Solid, več kot primerne. Pou-
darek dajejo na povezanosti podatkov, s čimer lahko hitro spreminjamo delovanje
aplikacij, ki so od le-teh neodvisne. Pri konvencionalnih centraliziranih aplika-
cijah pa je za spremembe treba preoblikovati podatke, tako da podpirajo uvedbo
sprememb.
Za razvoj prototipa nismo posebej definirali novih ontologij, ampak smo uporabili
najbolj primerne obstoječe (FOAF, SIOC, DCT) [3, 6, 24]. Za dejansko izvedbo
popolne rešitve v praksi pa bi bilo treba uporabiti oziroma ustvariti primerno onto-
logijo na področju zdravstva. To na začetku predstavlja dodatno delo, a bi kasneje
pomenilo preprosto razširitev in poenotenje zdravstvenih sistemov med državami
po svetu.
Za razvoj zdravstvenih sistemov se v praksi že uporabljajo standardi kot je ope-
nEHR, ki omogočajo shranjevanje in izmenjavo elektronskih zdravstvenih zapi-
sov [15]. Pogosto pa pacienti niso pravi lastniki elektronskih zdravstvenih zapi-
sov, kljub temu da lahko do njih legalno dostopajo.
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Centralizirani sistemi so preprosta tarča napadov in lahko z vdorom izgubijo ce-
lotno zbirko podatkov. Porazdeljenost podatkov pri Solid rešuje to težavo, saj se
podatki ne nahajajo samo na enem mestu. Čeprav Solid temelji na varnosti, pa
se tu lahko pojavi težava, ko bi uporabniki površno zavarovali svoje podatke. V
primeru napada in izgube podatkov bi bili za to odgovorni sami, s tem pa bi sistem
dodatno razbremenili.
Glavni nevarnosti dejanske adaptacije pristopa Solid sta strah pred uporabo se-
mantičnih tehnologij in vpliv države pri sprejemanju pristopa. Semantične teh-
nologije so v splošnem manj razširjenje in zahtevnejše, posledično dražje in po-
časnejše za implementacijo. Ker pa je po navadi v interesu države najcenejša,
najhitrejša in preverjena rešitev, je nekoliko težje pričakovati dejansko uporabo
socialnih povezanih podatkov v zdravstvu.
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Pozitivno Negativno
N
ot
ra
nj
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ja
vn
ik
i
Prednosti
• Pacient ima popoln nadzor in
lastništvo nad svojimi podatki.
• Podatki so ločeni od aplikacij.
• Modularnost.
• Ponovna uporaba obstoječih
podatkov.
• Standardi W3C.
• Digitalno poslovanje.
• Varnost in transparentnost.
Slabosti
• Specifikacije ter standardi
se še vedno razvijajo in
dopolnjujejo.
• Ena točka odpovedi.
• Veliko različnih ontologij.
Z
un
an
ji
de
ja
vn
ik
i
Priložnosti
• Preprosta nadgradljivost.
• Učinkovita in hitra integracija
v že obstoječe sisteme/aplika-
cije.
• Tehnološki napredek in
inovacija.
• Razbremenitev zdravstvenih
delavcev.
Nevarnosti
• Malo zunanjih Solid ponudni-
kov.
• Odpor proti decentralizaciji.
• Nerazširjenost in omejeno
znanje tehnologij semantič-
nega spleta.
• Odvisnost od države.
Tabela 6.1: Analiza SWOT pristopa Solid na področju zdravstva
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Zaključek
7.1 Izboljšave
Prototip lahko služi kot dobra osnova za razvoj poljubnih aplikacij s pristopom
Solid, saj vključuje skoraj vse glavne komponente pristopa (avtentikacija, avto-
rizacija, pravice dostopa ...). Največ lahko prispeva tam, kjer je varstvo osebnih
podatkov kritično, tako kot smo to prikazali na področju zdravstva.
Za zapis zdravstvenih podatkov smo izbrali nekaj najbolj pogosto uporabljenih
ontologij (RDF, FOAF, DCT), ki se lahko uporabljajo na širokem naboru podro-
čij. Čeprav so omenjene ontologije zelo razširjene, pogosto ne vsebujejo vseh
izrazov, ki jih za opis nekega področja potrebujemo [23]. Zato bi bil naslednji
korak v razvoju izbira ali ustvarjanje nove, bolj primerne ontologije, ki pokriva
področje zdravstva.
Slabost v implementaciji rešitve lahko opazimo tudi pri pridobivanju izvidov. Za-
radi preprostejše in hitrejše implementacije se izvidi pridobivjo posamično, kar je
pri veliki količini izvidov lahko neučinkovito. Rešitev vidimo v uporabi poizve-
dovalnega jezika SPARQL in dostopne točke, ki že na strežniku izlušči in vrne po-
trebne podatke. Pri tem poudarimo, da trenutna verzija node-solid-server
še ne podpira poizvedovalnega jezika SPARQL [31].
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Ker je pri delu šlo le za razvoj prototipa, je bil poudarek na razvoju funkcional-
nosti in prikazu praktične vrednosti pristopa v zdravstvu. Posledično so določene
stvari z vidika uporabniške izkušnje narejene slabše. Da bi izboljšali uporabniško
izkušnjo, bi v prihodnje preuredili tudi grafični vmesnik.
7.2 Sklep
Namen diplomske naloge je bil razvoj prototipa aplikacije z uporabo tehnologije
Solid. Najprej smo naredili kratek uvod v semantični splet in platformo poveza-
nih podatkov, na kateri Solid temelji. Nato smo podrobno opisali komponente in
delovanje pristopa Solid ter njegove prednosti.
Za implementacijo prototipa smo uporabili node-solid-server, ki je ena
glavnih implementacij pristopa in je podprta s strani W3C. Čeprav se trenutna
verzija še vedno močno spreminja in nadgrajuje ter še ne podpira vseh funkcio-
nalnosti, opisanih v specifikacijah W3C [27], je za potrebe diplomske naloge za-
dostovala. Prototip smo povezali s tematiko zdravstva in shranjevanja občutljivih
osebnih podatkov. Aplikacijo lahko uporabljajo zdravstveni delavci, ki se delijo
na urgenco, osebne zdravnike in specialiste. Vsaka skupina ima določene privzete
pravice dostopa do pacientove kartoteke. Pacient pa pravice po potrebi spreminja
ter dodaja ali odstranjuje specialiste. Prikazali smo prednosti in ugotovili, da ima
pristop potencial za dejansko izvedbo.
Nekaj težav za sprejemanje pristopa vidimo v splošno nekoliko manj poznanih
tehnologijah semantičnega spleta in posledično odpora do sprememb. Za razume-
vanje so nekoliko kompleksnejše in manj razširjene od konvencionalnih tehnologij
za razvoj aplikacij. Pristop pa kljub nekaj slabostim prinaša več prednosti in za-
gotavlja svobodo, lastništvo in popoln nadzor nad uporabnikovimi podatki, ter je
pomemben korak k decentralizaciji podatkov na spletu.
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