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ABSTRAKT
V diplomové práci jsou analyzovány moderní hašovací funkce. V první části práce jsou
uvedeny požadavky na tyto funkce a stručně nastíněny některé typy útoků. Druhá část je
zaměřena na specifikaci hašovací funkce Skein, která patří mezi kandidáty na nový stan-
dard SHA-3, a na popis platformy JCOP, na které je funkce implementována. V poslední
části práce jsou rozebrána problematická místa implementace a zhodnocení zvoleného
řešení.
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ABSTRACT
Master’s thesis analyses modern hash functions. The requirements for these features
and briefly outlined some of the types of attacks are given in the first part. The second
part focuses on the specification Skein hash function, which is among the candidates
for the new SHA-3 standard, and a description of the JCOP platform, which is a function
implemented. In the last part of the work there are discussed implementation problematic
parts and evaluation of the selected solution.
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ÚVOD
Kryptografické hašovací funkce jsou jedním ze základních prvků kryptografie a mů-
žeme je najít prakticky všude. Využití těchto matematických funkcí bylo nejdříve
použito k zefektivnění digitálních podpisů, nyní jsou používány jako základ bez-
pečnosti každé informační struktury, jako např. hesla, bezpečnost při komunikaci
ve webovém prostředí, správa šifrovaných klíčů, kontrola integrity dat a většina
kryptografických protokolů je v současné době používá.
Nejběžněji používané hašovací funkce jsou z rodiny SHA: SHA-0, SHA-1, SHA-
256 a SHA-512, všechny inspirované návrhy MD4 a MD5. Za normou SHA stojí ame-
rická organizace Národní bezpečnostní agentura (NSA), jež ji navrhla, a americký
národní standardizační úřad (NIST) ji schválil jako americký federální standard.
Reakcí na nedávné pokroky v dešifrování hašovacích funkcí je vyhlášení soutěže
úřadem NIST. Byla vážně zpochybněna bezpečnost SHA-1 pro taková použití jako
je digitální podpis a další aplikace, které vyžadují odolnost vůči útokům. Ačkoliv
rodina hašovacích algoritmů SHA-2 poskytuje okamžitou náhradu, její prolomení
(SHA-224/256/384/512) by znamenalo, že by svět neměl žádnou obecně uznávanou
hašovací funkci. To v současné době vede k vývoji další generace hašovacích funkcí
a vytvoření nového algoritmu „SHA-3ÿ, který doplní stávající hašovaní algoritmus
„SHA-2ÿ podle standartu FIPS 180-3.
NIST očekává, že SHA-3 nabídne zabezpečení, které bude přinejmenším stejně
tak dobré jako zabezpečení SHA-2 algoritmů, ale poskytne výrazně větší účinnost a
další vlastnosti použití.
V této práci je rozebrán obecný popis hašovací funkce, její využití a bezpečnostní
kriteria, které by měla splňovat. V další části se nachází rozbor struktury jednoho
z kandidátů na standard SHA-3, konkrétně se jedná o hašovací funkci „Skeinÿ. Prak-
tická část této práce se soustředí na implementaci hašovací funkce na smart karty,
založené na platformě JCOP (Java Card Open Platform). Požadavky potřebné k im-
plementaci na dané platformě jsou rozebrány v kapitole věnované právě platformě
JCOP. Problematické místa implementace jsou nastíněna v kapitole O implementaci
a řešení těchto problémů se nachází na konci práce.
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1 HAŠOVACÍ FUNKCE
Hašovací funkce [8, 14] je základem pro moderní kryptografii. Zároveň je základem
pro mnoho dalších protokolů. Algoritmus hašovací funkce je veřejně známý a v jeho
procesu není žádné tajemství. Bezpečnost jednosměrné hašovací funkce lze spatřovat
právě v její jednosměrnosti. Hašovací funkce představuje funkci, která se maximálně
snaží chovat jako „náhodné orákulumÿ [7].
Orákulem nazýváme libovolný stroj (stroj „podivuhodných vlastnostíÿ). Ten se
chová tak, že na zadání vstupní zprávy vydá náhodnou hodnotu výstupu. Má pouze
takovou vlastnost, že na stejný vstup odpovídá stejným výstupem jako již dříve.
Při zadání jiných zpráv opět odpovídá náhodným výběrem výstupu z množiny mož-
ných výstupů (neohlíží se ani na to, jaké hodnoty již vygenerovalo). Pokud však
zadáte zprávu, pro kterou orákulum již někdy hodnotu generovalo, pak sáhne do své
paměti a poskytne stejnou hodnotu jako dříve. V tomto ohledu dřívějších jevů se
orákulum tedy chová algoritmicky a deterministicky. Z hlediska bezpečnosti bychom
rádi, kdyby se ideální hašovací funkce chovala jako náhodné orákulum a měla shodné
matematické vlastnosti. Odtud se odvozují bezpečnostní vlastnosti.
Na nejvyšší úrovni se hašovací funkce člení na dvě kategorie [8]:
• bezklíčové hašovací funkce - na vstupu je předán pouze řetězec (zpráva) ke zpra-
cování.
• klíčované hašovací funkce - na vstupu je společně s řetězcem předán i klíč
ke zpracování. Do této kategorie patří např.: algoritmy MAC, HMAC.
Definice 1.1 Hašovací funkce je funkce h(), která minimálně splňuje následující dvě
vlastnosti [8]:
• komprese - bere vstupní řetězec proměnlivé délky m-bitů (zpráva) a převádí
ho na výstupní řetězce fixní délky n-bitů (hašovací hodnota neboli haš označen
jako x), kde m > n.
y = h(x) (1.1)
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• jednoduše vypočitatelná - funkce h(x) lze jednoduše vypočítat.
Obr. 1.1: Hašovací funkce
Jak již bylo zmíněno, hašovací funkce lze na nejvyšší úrovni rozdělit na dvě kategorie.
Následující odstavec se bude věnovat zástupcům těchto kategorií[8].
Modifikační detekční kódy (MDCs)
Někdy také označované jako manipulační detekční kódy. Cílem[8] „MDCsÿ je po-
skytnout charakteristický obraz (haš) zprávy a splnit vlastnosti zmíněné výše (De-
finice1.1). Dalšími cíly je ulehčit spojení s ostatními mechanismy a zaručit integritu
dat dle požadavků ostatních aplikací. MDCs jsou podtřídou bezklíčových hašovacích
funkcí a dále se dělí na zvláštní třídy:
• Jednosměrné hašovací funkce (OWHFs) - pro něž je nalezení vstupní zprávy
podle haše výpočetně velmi náročné.
• Hašovací funkce odolné vůči kolizím (CRHF) - pro něž je nalezení dvou růz-
ných vstupních zpráv se stejným hašem výpočetně velmi náročné.
Autentizační kódy zpráv (MACs)
Cílem MAC[11] je zaručit, bez použití jakéhokoliv dalšího mechanismu, autentizaci
a integritu zprávy. MAC využívá dva funkčně odlišné parametry, vstupní zprávu a
tajný klíč. Jedná se o podtřídu klíčované hašovací funkce.
Obr.1.5 ilustruje zjednodušené rozvržení hašovacích funkcí do podkategorií.
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1.1 Základní vlastnosti
V této kapitole jsou uvedeny požadavky na hašovací funkce. Jedná se o kategorii
bezklíčových hašovacích funkcí f() s vstupními zprávami x, x′ a výstupy y, y′ [8, 14].
Základní požadavky
• Odolnost proti nalezení vzoru
• Odolnost proti nalezení druhého vzoru
• Odolnost proti kolizím
Další obvyklé požadavky
• Nahodilý vztah vstupních a výstupních bitů
• Odolnost vůči skoro-kolizím
• Lokální odolnost vůči získání předlohy
1.1.1 Základní požadavky
Odolnost proti nalezení vzoru
Hašovací funkce je funkcí, která pracuje jedním směrem. Je velmi jednoduché vypo-
čítat hašovací hodnotu ze vzoru(dle Rovnice 1.1), ale je výpočetně prakticky téměř
neproveditelné vytvořit původní vzor x′ z hašovací hodnoty y, h(x′) = y .
Obr. 1.2: Jednocestnost
Odolnost proti nalezení druhého vzoru
Jedná se o odolnost proti kolizi druhého řádu (2nd-preimage resistance). Dobrá
hašovací funkce musí být bezkolizní, tedy je nutné, aby pravděpodobnost nalezení
dvou zpráv se stejnou hašovací hodnotou byla prakticky nulová. Pro jakoukoliv námi
specifikovanou zprávu x je výpočetně velmi náročné najít jinou zprávu x′ , kde
x′ 6= x , pro kterou by platilo: h(x′) = h(x)
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Obr. 1.3: Odolnost proti nalezení druhého vzoru
Odolnost proti kolizím
Jedná se o odolnost vůči kolizi prvního řádu (collision resistance). Výpočetní nároč-
nost při hledání předem neurčené dvojice, která bude mít stejnou hašovací hodnotu,
klesá (problematika je vysvětlena na statistickém problému tzv. narozeninovém pa-
radoxu viz 2.2). Proto je nutné, aby bylo výpočetně velmi náročné najít libovolný
námi nespecifikovaný pár zpráv, kde x′ 6= x′′ , který bude mít stejnou hašovací
hodnotu: h(x′) = h(x′′)
Obr. 1.4: Odolnost proti kolizím
Pojem „výpočetně velmi náročnéÿ je záměrně ponechán bez bližší specifikace, ale je
jím myšlena především náročnost na získání potřebného výsledku. Vynaložené úsilí
na otestování všech variant není lepší než exponenciální. Tedy jeli výstup o délce
n-bitů pak úsilí vynaložené na získání výsledku se blíží 2n.
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1.1.2 Doplňující vlastnosti hašovacích funkcí
Nahodilý vztah vstupních a výstupních bitů
Výstup není závislý jakýmkoliv rozeznatelným způsobem na vstupu. Změna jediného
bitu ve vstupních datech, v průměru, změní polovinu bitů v hašovací hodnotě.
Odolnost vůči skoro-kolizím
Je obtížné najít dvě zprávy, x, x′ , jejichž výstup se liší jen neznatelně (pouze několik
odlišných bitů).
Lokální odolnost vůči získání předlohy
Dešifrování nějakého podřetězce je stejně těžké jako dešifrování celého vstupu. Pokud
je známa nějaká část vstupu, tak je těžké nelézt zbývající část.
Obr. 1.5: Zjednodušená klasifikace hašovacích funkcí a aplikací.
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1.2 Základní definice
Definice 1.2 Jednosměrná hašovací funkce (OWHF): je hašovací funkce (dle Defi-
nice1.1), která navíc splňuje vlastnosti definované v kapitole 1.1: odolnost proti na-
lezení vzoru a odolnost proti nalezení druhého vzoru.
Definice 1.3 Hašovací funkce odolná vůči kolizím (CRHF): je hašovací funkce
(dle Definice1.1), která navíc splňuje vlastnosti definované v kapitole 1.1: odolnost
proti nalezení druhého vzoru a odolnost vůči kolizím (v praxi samozřejmě splňuje
odolnost proti nalezení).
Definice 1.4 Algoritmus autentizačního kódu zprávy (MAC) je z rodiny funkcí hk()
a jeho parametry jsou vstupní zpráva a tajný klíč, s následujícími vlastnostmi:
• jednoduše vypočitatelná: je-li známa funkce hk() , tajný klíč k a vstupní hod-
notu x, je jednoduché vypočítat hk(x) . Výsledek je označován jako MAC.
• kompresní funkce: bere vstupní řetězec x proměnlivé délky m-bitů a převádí
ho na výstupní řetězce (MAC) fixní délky n-bitů (m > n).
MAC = Hk(x) (1.2)
• výpočetní odolnost: pro jakékoliv množství MAC dvojic (xi, Hk(xi)) je výpo-
četně náročné získat nějakou MAC dvojici(x,Hk(x)) pro nějaký nový vstup x,
kde x 6= xi . Tedy znemožnit statistickou kryptoanalýzu.
1.3 Jednocestné a kompresní funkce
Definice 1.5 Jednocestná funkce (OWF) je funkce[11] f taková, že ∀x ∈ D(f) a
jednoduše vypočitatelné f(x) , ale pro ∀y ∈ D(f) je výpočetně náročné najít jaké-
koliv x, které by odpovídalo: y = f(x).
Jednocestné funkce se liší od jednocestných hašovacích funkcí tím, že nemají vstup
konstantní délky, většina z nich není kompresního charakteru a není po nich vyža-
dováno, aby splňovali odolnost proti nalezení druhého vzoru.
Momentálně neexistuje jediná jednocestná funkce, která by byla prokazatelně
jednosměrná, a to i když známe konstrukci hašovacích funkcí, které jsou stejně bez-
pečné jako NP-komplexní problém. Prokázáním existence jednosměrné funkce by
znamenalo, že platí P 6= NP , zatímco prokázání neexistence by mělo katastrofální
dopad na kryptografii, avšak neznamenalo by to, že P = NP .
Hašovací funkce jsou často použity v aplikacích, které vyžadují jednosměrnost,
ale již ne kompresi. Tyto aplikace rozlišujeme na tři třídy podle požadavků na délky
vstupních a výstupních řetězců:
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• Obecné hašovací funkce: funkce definovaná dle Definice 1.1, vyžadují jedno-
směrné vlastnosti a komprimují vstupní data libovolné délky na výstup n-bitů.
• Kompresní funkce: funkce definovaná dle Definice 1.1, vyžadují jednosměrné
vlastnosti s konstantní délkou vstupu a komprimují vstupní data m-bitů na vý-
stup n-bitů, m > n.
• Nekompresní jednosměrné funkce: funkce definovaná dle Definice1.1, vyžadují
jednosměrné vlastnosti s konstantním vstupem, ale na rozdíl od předešlé trans-
formuje vstupní data m-bitů na výstup n-bitů, m = n. Obsahuje jednosměrné
permutace a může být explicitně popsána jako výpočetně neinvertibilní funkce.
1.4 Vztahy mezi vlastnostmi
Odolnost vůči kolizím zahrnuje také odolnost proti nalezení druhého
vzoru.
Hašovací funkce h() je odolná vůči kolizím a má vstup konstantní délky. Jestliže h()
není odolná proti nalezení druhého vzoru, pak je možné nalézt dvojici xi, xj takové,
že h(xi) = h(xj), což odporuje odolnosti vůči kolizím.
1.5 Konstrukce hašovacích funkcí
Většina bezklíčových hašovacích funkcí h() je navrhnuta jako opakovaný proces,
který postupně transformuje bloky konstantní délky, které jsou tvořeny z vstupní
hodnoty libovolné délky (viz Obr.1.6). [2, 8]
Vstup x libovolné konečné délky se dělí na bloky xi konstantní délky r bitů.
Předzpracování zahrnuje připojení dalších extra bitů (zarovnání), což je nezbytné
pro dosažení celkové délky (r bitů). Každý blok xi pak slouží jako vstup do vnitřní
hašovací funkce f , což je kompresní funkce h(). Zde se vypočítá přechodný výsledek
délky n-bitů, jako funkce předchozího přechodného výsledku s dalším vstupem xi.
Blok Hi označuje dílčí výsledek po I. Etapě. Obecný postup opakující se hašovací
funkce se vstupy x = x1, x2, · · · , xt může být popsán následovně:
H0 = IV
Hi = f(Hi−1, xi)




H0 je inicializační hodnota (IV),Hi−1 slouží jako zřetězená proměnná mezi etapou i−
1 a etapou i, výstupní transformace g() funguje jako finální krok, který transformuje
n-bitovou zřetězenou proměnnou na m-bitový výsledek g(Ht).
Obr. 1.6: Detail návrhu hašovací funkce.
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2 ÚTOK PROTI HAŠOVACÍM FUNKCÍM
Útok na MDCs
Cíle útočníka, který chce napadnout MDCs jsou následující:
1. Jednosměrná hašovací funkce (OWHF):
• pro danou hašovací hodnotu y získat originální vzor x takový, že platí
y = h(x)
• pro zadanou dvojici x, h(x) najít druhou dvojici x′, h(x′), pro kterou bude
platit h(x′) = h(x), tzv. vzorový útok.
2. Hašovací funkce odolné vůči kolizím (CRHF):
• najít nespecifikovanou dvojici x, x′, kde x 6= x′ , pro kterou platí h(x′) =
h(x), tzv. narozeninový útok.
Útok na MACs
Cíle útočníka, který chce napadnout MACs algoritmus jsou následující:
• Autentizační kódy zpráv(MAC): bez znalosti klíče k, vypočítat novou dvojici
text-MACx, hk(x), pro vzor x 6= xi, v případě že zná xi, hk(xi).
2.1 Vzorový útok
Útočník se snaží najít stejnou hašovací hodnotu zprávy h(x), tím že vytvoří jinou
zprávu x′, která bude splňovat: h(x) = h(x′). Najít zprávu, která je obrazem k ha-
šovací hodnotě (n-bitový výstup), vyžaduje otestovat 2n různých zpráv.
2.2 Narozeninový útok
Narozeninový útok je založen na principu narozeninového problému[14]. Tento pro-
blém lze například charakterizovat takto: Jaká je minimální hodnota k, při které je
pravděpodobnost větší než 0, 5, že nejméně dva lidé z vybrané skupiny budou mít
narozeniny ve stejný den?
Za předpokladu, že je ignorován 29. únor a rozvržení narozenin každého člena
skupiny je stejně pravděpodobné, pak je pravděpodobnost:
P (n, k) (2.1)
kde k je počet lidí ve skupině a n je počet dní v roce (tedy 365dní).
Je třeba najít k právě takové, že P (365, k) ≥ 0, 5. Nejjednodušší je nejdříve odvodit
pravděpodobnost, že neexistují žádné duplikáty, které jsou označeny jako Q(365, k).
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Pokud je k > 365, pak je nemožné, aby všechny hodnoty byly odlišné. Proto k musí
splňovat k ≤ 365. Je třeba určit počet možných způsobů N , kterými lze dosáhnout
hodnoty k bez duplicity. První položka může obsahovat jakoukoli hodnotu z 365.
Druhá položka může obsahovat jakoukoliv hodnotu ze zbývajících 364 atd.
N = 365× 364× · · · (364− k + 1) = 365!
(365− k)! (2.2)
Při odstranění položek, které nejsou duplicitní, by pak každá položka mohla být
kterákoli z 365 hodnot a celkový počet možností je 365k. Takže pravděpodobnost







(365− k)!× 365k (2.3)
Pravděpodobnost je pak vyjádřena jako:
P (365, k) = 1−Q(365, k) = 1− 365!
(365− k)!× 365k (2.4)
50% pravděpodobnost, že ve skupině budou mít někteří dva lidé narozeniny ve stejný
den, odpovídá skupině 23 osob. Pro 57 a více osob je ona šance 97%, postupně
rostoucí až ke 100% pro 366 osob.
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Obr. 2.1: Rozložení pravděpodobnosti narozeninového paradoxu.
Útočník se tedy snaží najít dvě různé zprávy x a x′, které splňují: h(x) = h(x′). Toto
je označováno za kolizi. Jedná se o mnohem jednodušší útok než první zmíněný. A






Skein[12] je rodina hašovacích funkcí s třemi různými velikostmi vnitřních bloků:
256, 512 a 1024 bitů.
• Skein-256: je nízkopaměťová varianta. K implementaci stačí pouhých 100bytů
paměti RAM.
• Skein-512: je primární návrh. Může být použit pro všechny současné hašovací
aplikace a teoreticky by měl zůstat bezpečný v dlouhodobém výhledu.
• Skein-1024: je ultra konzervativní varianta. Má dvojici vnitřních stavů o ve-
likosti Skein-512 a i kdyby se v budoucnu objevil útok, který by prolomil
Skein-512, je velmi pravděpodobné, že Skein-1024 zůstane bezpečný. Skein-
1024 dokáže pracovat dvakrát rychleji než Skein-512 na odpovídající hardwa-
rové konfiguraci.
Každá z těchto variant podporuje výstup libovolné délky.
Neobvyklý nápad Skeinu je vytvořit hašovací funkci z blokových šifer (tzv. tweakable
block cipher, kde tweak modifikuje blokovou šifru stejně kvalitně jako klíč, ale je
mnohem snadněji měnitelný než klíč). Použití těchto blokových šifer umožňuje Ske-
inu hašovat konfigurační data společně se vstupním textem v každém bloku a tvoří
každou instanci kompresní funkce unikátní. Tato schopnost přímo určuje mnoho
útoků na hašovací funkce a značně zvyšuje flexibilitu Skeinu.
Skein je sestaven z těchto tří komponentů:
• Threefish: je tweaková bloková šifra v jádru Skeinu, definovaná 256, 512 nebo
1024-bitovými bloky.
• Unique Block Iteration (UBI): neboli unikátní blok opakování: UBI je zřetě-
zený mód, který používá threefish k vytváření kompresní funkce, jenž proměn-
livý vstup převede na výstup konstantní délky.
• Systém volitelných argumentů: umožňuje rozmanité využití funkce Skein.
Rozdělení návrhu tímto způsobem zjednoduší pochopení, analýzu a ověření vlast-
ností. Podstata threefish algoritmu je založena na dlouhodobých znalostech návrhů
blokových šifer a jejích analýze. UBI je prokazatelně bezpečný a může být použit
s jakoukoliv blokovou šifrou modifikovanou pomocí tweaku. Systém volitelných ar-
gumentů umožňuje, že Skein je využitelný pro různé účely. Tyto tři komponenty
jsou nezávislé a mohou být využívány jednotlivě, ale kombinací všech tří komponent
poskytuje značné výhody. Skein byl navržen pro maximální využití těchto výhod.
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3.1.1 Bloková šifra Threefish
Threefish je rozsáhlá tweaková bloková šifra[12]. Je definována pro tři různé velikosti
bloků: 256, 512, 1024-bitů. Klíč je stejné délky jako velikost bloku a hodnota tweaku
je 128 bitů pro všechny bloky.
Jádrem návrhu komponenty Threefish je, že velký počet jednoduchých cyklů je
bezpečnější než několik složitých cyklů. Threefish používá pouze tři logické operace:
exkluzivní disjunkci (XOR), sčítaní a bitový posun (rotaci).
Obr. 3.1 znázorňuje jádro Threefish. Jedná se o jednoduchou směšovací funkci
nazývanou ”MIX”, která pracuje s dvěmi 64-bitovými slovy. Každá MIX funkce se
skládá z jednoduchého součtu, rotace a XOR.
Obr. 3.1: Struktura funkce MIX.
Obr. 3.2 ukazuje, jak jsou MIX funkce použity k vytvoření Threefish-512. Každé
kolo z celkových 72, ze kterých je Skein-512 tvořen, je složeno ze čtyř MIX funkcí a
následovaný permutací osmi 64-bitových slov. Subklíč je vkládán každé čtyři cykly.
Záměna slov ”Permutace” je stejná pro všechny cykly. Rotace je volena pro dosa-
žení maximálního rozptylu a opakuje se každých osm cyklů. Rozvrh klíče generuje
Obr. 3.2: Cykly blokové šifry Threefish-512.
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subklíče a tweak. Každý subklíč je složen ze tří částí: klíčového slova, tweakového
slova a kontrolní hodnoty. Pro vytvoření subklíče je zapotřebí rozšířit klíčová slova i
tweaková slova o jedno další slovo, které je výsledkem XOR operace všech ostatních
slov. Subklíč je kombinací rozšířeného klíčového slova, dvou rozšířených tweakových
slov a číslem daného subklíče (Obr. 3.3).
Obr. 3.3: Sestavení subklíče pro blokovou šifru Threefish-512.
3.1.2 Funkce MIX
Funkce MIX má dvě vstupní slova x0, x1 a dvě výstupní slova y0, y1, které jsou
zpracovány následovně:
y0 = (x0 + x1)mod2
64
y1 = (x1 << R(dmod8),j) + y0 (3.1)
kde << je bitový posun vlevo. Hodnoty konstant Rd,j jsou zobrazeny v Tab 3.1 [12].
Nw 4 8 16
d / j 0 1 0 1 2 3 0 1 2 3 4 5 6 7
0 5 56 38 30 50 53 55 43 37 40 16 22 38 12
1 36 28 48 20 43 31 25 25 46 13 14 13 52 57
2 13 46 34 14 15 27 33 8 18 57 21 12 32 54
3 58 44 26 12 58 7 34 43 25 60 44 9 59 34
4 26 20 33 49 8 42 28 7 47 48 51 9 35 41
5 53 35 39 27 41 14 17 6 18 25 43 42 40 15
6 11 42 29 26 11 9 58 7 32 45 19 18 2 56
7 59 50 33 51 39 35 47 49 27 58 37 48 53 56
Tab. 3.1: Hodnoty konstanty Rd,j pro každý cyklus.
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3.1.3 Rozvrh klíče
Rozvrh klíče rozšiřuje dvě slova: tweak t2 a klíč kNw a jejich postupným zpracováním
získáme subklíč ks.
t2 = t0 ⊕ t1 (3.2)
kNw = (2
64/3)⊕⊕Nwi=0ki (3.3)
Rozvrh klíče je tedy definován:
ks,i = k(s+i)mod(Nw+1) pro i = 0, 1, · · · , Nw − 4
ks,i = k(s+i)mod(Nw+1) + t(s)mod3 pro i = 0, 1, · · · , Nw − 3
ks,i = k(s+i)mod(Nw+1)+t(s+1)mod3 pro i = 0, 1, · · · , Nw − 2
ks,i = k(s+i)mod(Nw+1) + s pro i = 0, 1, · · · , Nw − 1 (3.4)
3.1.4 Permutace
Jelikož výstup z funkce MIX je roven:
(fd,2j, fd,2j+1) = MIXd,j(ed,2j, ed,2j+1) pro j = 0, 1, · · · , Nw2 − 1 (3.5)
potom výstup z funkčního bloku je dán vztahem:
vd−1,i = fd,pi(i) pro i = 0, 1, · · · , Nw − 1 (3.6)
permutace pi(i) jsou zobrazeny v Tab. 3.2 [12].
Nw/i 0 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15
4 0 3 2 1
8 2 1 4 7 6 5 0 3
16 0 9 2 13 6 11 4 15 10 7 12 3 14 5 8 1
Tab. 3.2: Hodnoty pro permutaci slov.
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3.1.5 UBI zřetězený mód
Zřetězený mód UBI [12] kombinuje vstupní hodnotu řetězení s libovolnou délkou
vstupního řetězce a vytváří tak výstup o konstantní délce. Pro lepší pochopení je
uveden příklad. Obr. 3.4 znázorňuje UBI výpočet pro Skein-512 a vstup délky 166-
bytů.
Obr. 3.4: Průběh UBI zřetězeného módu.
Zprávy bloků M0 a M1 se skládají z 64 bytů každá. Zpráva M2 je zarovnání konco-
vého bloku obsahující 38 bytů. Hodnota tweak pro každý blok zašifruje tolik bytů,
kolik bylo zpracováno a jestli se jedná o první nebo poslední blok výpočtu UBI.
Tweak také zakóduje typ, který se používá k rozlišení různých použití režimu UBI
od sebe navzájem.
Tweak je základním prvkem UBI. Použitím blokové šifry využívající tweak v zře-
tězeném módu UBI zaručí, že každý blok je navrhnut s unikátní hodnotou kompresní
funkce. To zabrání velké rozmanitosti útoků „cut-and-pasteÿ (část zprávy, která vy-
tváří jeden výsledek v dané lokaci, bude vytvářet jiný výsledek v jiné lokaci).
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3.2 Hašování
Funkce Skein je založena na vícenásobném volání zřetězeného módu UBI. Obr. 3.5
zobrazuje Skein jako přímočarou hašovací funkci. Začíná s hodnotou zřetězení nula
a s třemi UBI: konfigurační, zprávy a výstupní transformace.
Obr. 3.5: Skein-normální hašovací mód.
32 bytový konfigurační řetězec zakóduje výstup požadované délky a některé para-
metry předá hašovacímu stromu. Jestliže je Skein použit jako standardní hašovací
funkce, pak bude mít pouze konstantní výstup a nebude obsahovat žádný hašovací
strom nebo MAC klíč. Výsledek konfiguračního bloku UBI je konstantní pro všechny
zprávy a může být v algoritmu předzpracován jako vstupní hodnota.
Skein umožňuje vytvářet výstup jakékoliv délky až do 264-bitů. Když je jednodu-
chý výstup nedostatečný, pak výstupní transformace může proběhnout několikrát,
jak je to znázorněno na Obr. 3.6. Vstupní data do všech výstupních transformací
se skládají z 8 bytů. Prakticky toto využívá threefish v součtovém módu. Vytváření
velkých výstupů je často vhodné (zvyšuje odolnost proti kolizím prvního i druhého
řádu), ale bezpečnost Skeinu je omezena velikostí vnitřních stavů.
Obr. 3.6: Skein-zpracování dlouhé vstupní hodnoty.
28
4 JCOP
Jelikož v praktické části se budeme zabývat implementací, v předchozí kapitole po-
psané hašovací funkce Skein na smart kartách, které pracují na platformě JCOP1,
přiblížíme si v této kapitole základy JCOP.
4.1 Technologie Java Card
Technologie Java Card [4] v podstatě definuje platformu, na které mohou běžet
aplikace naprogramované v jazyce Java, pro použití smart karet. Aplikace běžící
na smart kartách se nazývají applety. Avšak při vývoji appletů je programátor ome-
zen na podmnožinu prostředků dostupných v Javě. Nejzásadnější omezení jsou:
• Podpora pouze primitivních datových typů: boolean, byte a short, dále je
možné použít pouze jednorozměrné pole.
• K dispozice nejsou datové typy long, double a float, vícerozměrné pole a
datový typ String.
• Typ int je podporován nepovinně.
4.1.1 Architektura
Vzhledem k rozdělení architektury virtuálního stroje je platforma rozložena mezi smart
kartu a terminál (PC):
• Java Card virtual machine (JCVM): definuje podmnožinu jazyků Java a vhodné
aplikace pro smart karty.
• Java Card Runtime Environment (JCRE): definuje přesný popis běhu Java
Card včetně správy paměti, appletů a ostatních potřebných prvků.
• Application Programing Interface (API): popis hlavních i rozšiřujících balíčků
a tříd pro aplikace smart karet.
Na smart karty lze nahrát i několik appletů neboli aplikací, které jsou od sebe od-
děleny firewallem. Applety jsou dále odděleny od systému pomocí JCRE, přes který
se dotazuje na služby a zdroje.
1Java Card Open Platform
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4.2 Java Card Applet
Java Card Applet je program, který dodržuje řadu pravidel, která umožňují běh pod
JCRE. Třída appletu musí rozšiřovat abstraktní třídu javacard.framework.Applet.
Tato třída je základní třídou pro všechny applety a zároveň definuje proměnné a
metody.
Poté co je applet řádně nahrán na Java smart card, je propojen s ostatními
balíčky na kartě. Applet začíná pracovat, jakmile je vytvořena jeho instance a je
zaregistrován u JCRE. JCRE je jednovláknové prostředí, tedy v jednom okamžiku
může běžet jen jeden applet. Když je applet poprvé nainstalován, je v nečinném
stavu a aktivním se stane v okamžiku, když je vybrán terminálem. Applet je pasivní
aplikace, která vyčkává na příkaz od terminálu.
4.3 Komunikace appletu s terminálem
Komunikace mezi appletem a terminálem je docílena přes protokol APDU (appli-
cation protokol data unit). APDU je tvořen buď jako příkaz (command) nebo jako
odpověď (response). Terminál zasílá příkaz směrem k appletu a naopak applet zasílá
odpověď směrem k terminálu, viz Obr. 4.1.
Obr. 4.1: APDU komunikace.
Když terminál vybírá applet, kterého se chce dotazovat, zasílá příkaz APDU SE-
LECT společně s ADI (application identificator) daného appletu.
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4.3.1 Interaktivní režim
Příkaz APDU je vždy spárovaný s APDU odpovědí. Jejich struktura [4] je naznačena
v Tab. 4.1 a Tab. 4.2.
Příkaz APDU je tvořen povinnou hlavičkou a volitelnou částí těla zprávy. Hlavička
příkazu je složena ze 4 bytů:
• CLA: definuje třídu instance. Podle CLA lze APDU příkazy rozdělovat napří-
klad na příkazy specifické pro card manager, příkazy přenášené zabezpečeným
kanálem atp.
• INS: určuje, která instrukce třídy specifikované CLA se má provést.
• P1: 1. parametr instrukce. Toto pole obsahuje byte, který může sloužit jako
parametr instrukce (např. specifikovat režim instrukce) či jako vstupní data
instrukce.
• P2: 2. parametr instrukce. Toto pole obsahuje byte, který může sloužit jako
parametr instrukce (např. specifikovat režim instrukce) či jako vstupní data
instrukce.
Volitelné tělo zprávy je proměnné délky a je složeno z:
• Lc: určuje délku dat v poli Data.
• Data: data poslaná příkazem.
• Le: určuje maximální délku dat očekávanou v odpovědi.
Povinná hlavička Volitelná část těla
CLA INS P1 P2 Lc Data Le
Tab. 4.1: Struktura příkazu APDU
Odpověď APDU je složena z volitelné části těla a povinného zápatí:
• Data: obsahuje data délky podle parametru Le z příkazu APDU.
• SW1 a SW2: dohromady se nazývají status word a obsahují výsledné hodnoty
(status) po vykonání příkazu APDU.
Volitelná část těla Povinné zápatí
Data SW1 SW2
Tab. 4.2: Struktura odpovědi APDU
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Jelikož data přenášená pomocí příkazu i odpovědi APDU nejsou povinnou části,
mohou nastat čtyři různé případy:
• Případ 1: nejsou přenášena žádná data směrem k appletu, příkaz APDU ob-
sahuje pouze hlavičku a odpověď obsahuje pouze statutární slovo.
• Případ 2: nejsou přenášena žádná data směrem k appletu, ale očekávají se
data v odpovědi, takže příkaz APDU obsahuje hlavičku a parametr Le, který
určí délku dat v odpovědi.
• Případ 3: data jsou přenášena ve směru k appletu, ale žádná data nejsou
přenášena nazpět. Parametr Lc určí délku dat přenášených na kartu.
• Případ 4: data jsou přenášena v obou směrech.
Obr. 4.2: Struktura APDU příkazu a odpovědi.
4.4 Třída javacard.framework.Applet
Každý applet je realizován vytvořením podtřídy třídou
javacard.framework.Applet. JCRE volá metody install, select, process a
deselect, které jsou definovány v základní třídě Applet, právě když chceme in-
stalovat, vybrat nebo zrušit výběr appletu, nebo když žádáme applet, aby provedl
APDU příkaz. JCRE volá metodu install pro vytvoření instance. Instance appletu
je registrována u JCRE jednou ze dvou metod registru.
Když JCRE přijme APDU příkaz, nejprve zkontroluje, zdali je applet již vybrán.
Jestliže ano, JCRE zruší výběr současného appletu voláním metody deselect, která
provede nezbytné úkony pro ukončení práce předtím než se applet stane neaktiv-
ním. Poté JCRE vybere nový applet určený AID voláním metody select, která
provede potřebné inicializace. Po úspěšném výběru je každý APDU doručen aktiv-
nímu appletu skrz volání metody process, která vykoná daný příkaz a poskytne




V této práci bude implementována hašovací funkce Skein v prostředí Java Card
Open Platform. Popis jednotlivých částí hašovací funkce se nachází v kapitole 3.
Při implementaci se bude postupovat podle specifikace dané funkce. Praktické vy-
užití této funkce bude v podobě aplikace (terminál spuštěný na počítači), která
nejdříve provede inicializaci pro správnou komunikaci se smart kartou a poté bude
možno odesílat zprávu appletu nainstalovanému na kartě. Applet na kartě zkont-
roluje, zdali byl APDU příkaz přijat v pořádku (délka přenášených dat odpovídá
hlavičce) a zpracuje zprávu pomocí hašovací funkce Skein. Haš (otisk zprávy) ode-
šle zpět aplikaci. Implementace funkce Skein a její přizpůsobení pro smart karty je
popsáno v kapitole 7. Popis vývoje terminálu a bližší seznámení s jeho funkcemi se
nachází v kapitole 6.
5.1 Problematická místa implementace
Hašovací funkce Skein
Hašovací funkce a především její jádro, v podobě blokové šifry pracující s 64 bitovými
slovy, musí být upraveny pro datový typ short, který je největší možný u platformy
JCOP. Nejpodstatněji se toto omezení projevuje při sčítání dvou datových typů
short a při výsledném přetečení datového typu.
Obr. 5.1: Převod datových typů
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Vytváření appletu
Při vytváření appletu je nutné pokrýt veškeré možné výjimky, které se při jeho
běhu mohou vyskytnout. Největší pozornost je věnována detekování neplatných nebo
špatně specifikovaných příkazů. Jedná se o kontrolu hlavičky APDU příkazu (CLA,
INS, P1 a P2) a dále o parametry Lc a Le, které odpovídají délce přenášených dat.
Obecně se jedná o následující:
• APDU příkaz je podporován appletem: metoda process směřuje příkaz k dal-
šímu zpracování.
• APDU příkaz je správně definován: správné nastavení parametrů příkazu včetně
správné délky příchozích i odchozích dat.
• APDU příkaz projde skrz zabezpečení a vnitřní parametry appletu: správná
implementace vnitřních metod.
Terminál
U terminálu je nutné zachytit veškeré výjimky spjaté s kontrolou přítomnosti čte-
cího zařízení karet i přítomnosti karty samotné, správné vytvoření APDU příkazu a
kontrola statusu příchozích APDU odpovědí.
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6 IMPLEMENTACE SKEIN
Nejzákladnější část funkce Skein je bloková šifra Threefish. Ta pracuje se třemi
funkčními bloky: MIX funkce, permutace slov a rozvrh klíče. Při implementaci je
nutné si uvědomit, že bloková šifra Threefish pracuje s 64 bitovými slovy, avšak
technologie Java Card podporuje nanejvýš datový typ short (16bitů), viz sekce 6.2.
6.1 Datové typy: problém a řešení
Z důvodů uvedených v začátku této kapitoly bylo v hašovací funkci namísto datových
typů long, které se přímo vybízejí k použití při implementaci, použit právě největší
podporovaný datový typ short. V algoritmu blokové šifry Threefish je uplatněna i
logická bitová operace součet. Při nahrazení datového typu long shortem, si musíme
uvědomit, že při sčítání dvou polí skládajících se ze čtyř shortů namísto pouhých
dvou longů, může dojít ke ztrátě bitu, čímž by se kompletně znehodnotil výsledek
celé funkce. K této ztrátě dojde v případě sečtení dvou čísel, při kterém dojde
k přetečení datového typu.
Výše zmíněný problém je řešen pomocí vytvořených funkcí: Add2FieldShort,
Add3FieldShort a Add2Field1Const. Jde o funkce, které sčítají dvě nebo tři pole
o čtyřech datových typech short a o funkci sčítající dvě pole shortů a jedno číslo.
Na příkladu je ukázáno, jak je řešeno přetékání datového typu při sčítání dvou polí
funkcí Add2FieldShort:
private static short[] Add2FieldShort (short[] a,
short offsetA, short[] b, short offsetB) {
short[] n=new short[4];
for(short i=0;i<4;i++){
short temp = (short) ((a[i+offsetA] & 0xff)+
(b[i+offsetB] & 0xff)+(n[i]& 0xff));










Základní myšlenkou je pomyslné rozdělení datového typu short na dva datové
typy byte. Prvním krokem je úprava proměnných tak, že zůstanou pouze bity na 8
nejméně významných pozicích. Po sečtení takto pozměněných proměnných se kon-
troluje, zdali se na deváté nejméně významné pozici nachází bit s hodnotou jedna.
V případě, že ano, musíme s tímto bitem pracovat i v dalších krocích.
Druhým krokem je operace bitového posunu doprava bez znaménka o 8 bitů
provedena opět nad původními proměnnými a následný součet (jestliže nám v kroku
jedna zůstal bit po sčítání musíme ho také přičíst). Provedeme kontrolu na deváté
pozici a v případě nalezení bitu s hodnotou jedna je tento bit přičten k proměnným
při další iteraci.
6.2 Threefish aspekty implementace
Při nahrazení datového typu long typem short a nemožností použití vícerozměr-
ného pole nastává i problém při indexaci klíče a tweaku. Pak každý klíč i tweak
zabírá čtyři shorty v celkovém rozsahu proměnné pole. Například klíč zastoupený
proměnnou k má podle původního návrhu pouze 9 dílčích klíčů. Nemožností použít
vícerozměrné pole se vylučuje rozložit klíč na dvourozměrné pole 9x4 a tím docílit
snazší indexace. Proto bylo přistoupeno k deklaraci proměnné k jako k poli s 36 da-
tovými typy short. Při přístupu k proměnné k zastupující například sedmý dílčí klíč
(k[6]) je nutné index vynásobit čtyřmi(k[6 ∗ 4]). Abychom dostali správné hodnoty,
následuje práce v rozsahu k[24−27] reprezentující dílčí klíč k[6]. Stejným způsobem
se přistupuje i k tweaku. Tato skutečnost je i hlavním důvodem, proč jsou u funkcí
typu Add2FieldShort parametry offset.
6.2.1 MIX funkce
MIX funkce je tvořena volání dvou funkcí. Součet dvou slov vstupující do MIX funkce
je zastoupen funkcemi, jež jsou nastíněné v kapitole 6.1, a bitový posun jednoho
ze slov a následná exkluzivní disjunkce (XOR) těchto slov je vykonána prostřed-
nictvím funkce LeftRotateOperatorR (X0,X1,Rdj). I zde je nutné si uvědomit vliv
přetypování proměnných a pro různě velké hodnoty posunu (parametr Rdj) nastavit
specifické úkony. Následující ukázka znázorňuje bitový posun v rozmezí 49-63bitů.








Jedná se o změnu pořadí slov pro docílení nejlepšího rozprostření bitů při pohledu
na slova jako na celek. Například při zpracovávání konfiguračního řetězce je kon-
centrace bitů velmi malá. Změnou pořadí slov a následným sčítáním se zvyšuje
koncentrace bitů na výstupu UBI bloku po zpracování konfiguračního řetězce.
Při implementaci nedochází k fyzické změně pořadí slov, z důvodů časové i pa-
měťové náročnosti, ale do funkce je začleněno v bloku vykonávající MIX funkci.
V algoritmu se nejdříve sečte dvojice proměnných v pozměněném pořadí a poté se
volá funkce LeftRotateOperatorR, která zastupuje funkci MIX. Rotace se provádí
podle specifikace uvedené v Tab. 3.2.
Při bližším pohledu na Tab. 3.2 zjistíme, že se slova po 4 cyklech, právě v době
kdy se má vkládat klíč s tweakem do slov, vrátí na své původní místo, což značně
ulehčuje zmíněné vložení subklíče.
Následující část zdrojového kódu (z celkových 72 cyklů uvedeny čtyři) je záměna
na pořadí slova x5 (číslo udává pořadí slova, podle teoretické části odpovídá indexu
i), které nemění po celou dobu pořadí. Zjistíme, že každý cyklus na vstupu do MIX
funkce(reprezentovanou funkcí LeftRotateOperatorR) vstupuje s jiným slovem jako











Při pohledu na rovnici 3.4 v kapitole 3 je zřejmé, že pro vložení klíče i tweaku není
zapotřebí jakýchkoliv úprav. Dosáhneme stejné permutace jako by bylo dosaženo
při fyzické změně pořadí slov.
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6.3 UBI
Funkce UBI slouží k upravení vstupních dat pro funkci Threefish. Nastavuje hod-
noty tweaku pro aktuální blok, který bude zpracováván. Zadanou vstupní zprávu
rozděluje do bloků a určuje počet volání funkce Threefish podle délky vstupní zprávy.
private static void UBI(byte[] message) {
int temp=0;
int off=0;
long[] message64B = new long[8];
if (message.length%64!=0) temp = message.length%64;
else temp=64;
for(int i=0; i<=(message.length-1)/64; i++){



















V úvodu se zjišťuje celková délka vstupních dat a na základě této délky se určuje
počet zpracování a určuje se i hodnota pozice dat v tweaku. Je-li délka vstupních
dat menší než 64 bajtů nastaví se pozice dat v tweaku na hodnotu odpovídající
zbytku po celočíselném dělení celkové délky zprávy číslem 64.
Provádí i kontrolu, zdali zpracovávaný blok obsahuje právě vstupní data zprávy,
tedy že se nejedná o blok zpracování konfiguračního ani výstupního bloku. Tyto
kroky vedou ke kontrole posledního bytu zprávy. V případě, že poslední byte neob-
sahuje dostatek bitů (není násobkem 8), je tento byte rozšířen o jeden bit na nejvý-
znamnější pozici a další bit je vložen do tweaku na pozici BitPad.
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7 VÝVOJ APPLETU
Jak již bylo zmíněno v sekci 4.4, každý applet je realizován vytvořením podtřídy
třídou javacard.framework.Applet, tedy applet zastoupený třídou např. Skein,
musí být rozšířen třídou Applet.
import javacard.framework.*;
public class Skein extends Applet{
private Skein (byte[] bArray,short bOffset,byte bLength){
register();
} // end of the constructor
public static void install(byte[] bArray,
short bOffset, byte bLength){
// create a hash function applet instance
new Skein (bArray, bOffset, bLength);
} // end of install method
}
7.1 Definování základních metod appletu
Applet musí definovat a implementovat statickou metodu install pro vytvoření
instance a zaregistrování instance u JCRE voláním jedné ze dvou metod register.
Metoda registr volaná bez parametru přihlásí applet u JCRE s AID, které je
uloženo ve zkompilovaném souboru viz. sekce 7.3. V případě volání funkce registr
s parametry je applet přihlášen s AID, který je právě tímto parametrem v podobě
pole bytů obsahující AID, začáteční index AID v poli a délkou AID.
Dále applet musí obsahovat metodu process pro vykonávání APDU příkazů.
Metody select a deselect slouží pro inicializaci appletu a úkonů potřebných
pro ukončení appletu. Tyto metody jsou nezbytné například u elektronických peně-
ženek při ověřování PINu, avšak u zde vytvářené aplikace jsou nepotřebné.
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7.2 Rozhraní mezi appletem a terminálem
Java Card applet podporuje množinu APDU příkazů zahrnující příkaz SELECT
APDU a jeden nebo více vykonávacích příkazů APDU. Pokud je zmíněn příkaz
APDU, samozřejmě se tím myslí dvojice příkaz-odpověď APDU.
Pro účely zde vytvořeného appletu postačí jen jedna další dvojice APDU příkazu.
CLA INS P1 P2 Lc Data Le
0x0 0xA4 0x04 0x0 0x0A AID N/A
Tab. 7.1: SELECT APDU-příkaz
Data Status Word Význam
žádná data 0x9000 úspěšné provedení
0x6999 výběr selhal
Tab. 7.2: SELECT APDU-odpověď
Tento příkaz směrem od terminálu k appletu bude přenášet informace o délce pře-
nášené zprávy, přenášenou zprávu a požadovanou délku haše (v našem případě od-
povídá délce 64bytů neboli 512bitů).
CLA INS P1 P2 Lc Data Le
0x0 0x21 0x00 0x0 message length message 64
Tab. 7.3: HashCompute APDU-příkaz
Prvně zmíněný APDU příkaz je zpracováván přímo v JCRE. To je dáno specifickým
parametrem CLA:0x00. Parametry INS a P1 jsou specificky nastaveny pro výběr
appletu, který je identifikován pomocí AID, který je přenášen jako data. Nastave-
ním parametru CLA na hodnotu 0x80 se APDU příkaz zpracuje vnitřní metodou
process.
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Data Status Word Význam
haš 0x9000 úspěšné provedení
0x6xxx operace selhala
Tab. 7.4: HashCompute APDU-odpověď
public void process(APDU apdu) {
byte[] bufferAPDU = apdu.getBuffer();








Zde se kontroluje podporovaný formát CLA( Skein CLA=0x80 je definován jako
globální neměnná konstanta) a podle instrukce INS se volá požadovaná procedura.
Pro řízení toku je zde použit příkaz switch. Když applet obsahuje pouze jedinou
proceduru, je možné použít i příkaz if, avšak při rozšíření počtu procedur v appletu
se snižuje přehlednost kódu a proto se doporučuje využití příkazu switch.
Nezná-li applet CLA nebo INS přijatý v APDU příkazu, vytvoří specifickou vý-
jimku pro danou událost a vrátí terminálu APDU odpověď obsahující status s hod-
notou odpovídající dané události.
private void skein512(APDU apdu) {
byte[] bufferAPDU = apdu.getBuffer();
byte numBytes = bufferAPDU[ISO7816.OFFSET_LC];
byte byteRead = (byte)(apdu.setIncomingAndReceive());
if(numBytes!=byteRead)
ISOException.throwIt(ISO7816.SW_WRONG_LENGTH);
short le = apdu.setOutgoing();
if ( le != (short)(64) )
ISOException.throwIt(ISO7816.SW_WRONG_LENGTH);





O přímé předávání dat mezi appletem a terminálem se stará procedura skein512,
která zároveň i z přijatých dat vypočítává haš dané zprávy. Veškerá přijatá data se
zkopírují do bufferu příkazem apdu.getBuffer(). V tomto bufferu lze číst pomocí
speciálního indexu zastoupeným standardem ISO7816-4 a offsetu pro jednotlivé pa-
rametry. Lze tak ukazatelem do pole buffer specifikovat předpokládanou velikost
přijatých dat(zprávy) reprezentovanou parametrem
Lc (bufferAPDU[ISO7816.OFFSET LC]). Skutečnou velikost přijatých dat (zprávy)
určíme až příkazem apdu.setIncomingAndReceive (). Abychom zbytečně nevypo-
čítávali hodnotu haše i v případě, že by došlo při přenosu APDU příkazu ke ztrátě
dat, je nutné porovnat oba výše získané parametry, které by se měly shodovat. Není-li
tomu tak, applet v APDU odpovědi odešle status odpovídající hodnotě špatné délky
dat (tato hodnota je definována podle
ISO7816-4 jako 0x6700 SW WRONG LENGTH).
Jelikož po appletu vyžadujeme vrácení vypočteného haše, musíme APDU odpo-
věď(struktura viz Tab. 7.4) připravit pro odesílaní těchto dat. Konkrétně se jedná
o nastavení velikosti odesílaných dat odpovídající parametru
Le (short le = apdu.setOutgoing()) přijatého v příkazu APDU. Nastavení odchozí
délky dat je dosaženo pomocí apdu.setOutgoingLength((short) le) a následné
odeslání dat pomocí apdu.sendBytesLong(buffer,(short) 0,(short) le), kde
první parametr určuje pole obsahující data, druhý parametr offset v tomto poli a
třetí délku přenesených dat.
7.3 Kompilace appletu
Pro nahrání appletu na kartu je nutné zkompilovat zdrojový kód .java na .class
soubor. Tento soubor je pak nutné ještě zkonvertovat na soubor typu .cap (jedná se
o preprocessing a kontrolu volaných příkazů Java a JavaCard, zdali jsou pro tento
soubor dostupné).
Vývojovými prostředky používanými pro tuto práci byly Eclipse (vývoj a simu-
lace appletu) a NetBeans (tvorba uživatelské aplikace v podobě terminálu). Pro oba
zmíněné existuje plug-in JCDE (Java Card Development Environment), který je
volně ke stažení<http://sourceforge.net/projects/eclipse-jcde/files>, vhodný pro vý-
voj aplikací na java karty, kterými lze jednoduše dosáhnout kompilace a konverze.
Tyto plug-iny byly vyvinuty pro verzi JCOP 2.2.2, ale k implementaci této práce
byla poskytnuta smart karta s označením JCOP 31 v2.2 72K podporující verzi Java
nejvýš 2.2.1.
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Pro práci s tímto pluginem je nutné po jeho nahrání přepsat soubor
org.eclipsejcde.core 0.1.0.jar umístěný ve složce plugins adresáře eclipse stejně po-
jmenovaným souborem, který je možný ke stažení
z<http://www.msec.be/jan/javacardtutorial.zip>. Po restartování Eclipsu je možné
zvolit JCDK v 2.2.1 v záložce dle Obr. 7.1.
Obr. 7.1: Volba JCDK 2.2.1
Avšak i po provedení předchozích kroků, nebylo možné spolehlivě kompilovat vy-
tvořené aplikace a bylo nutné použít překladač obsažený v Java Development Kitu
javac, dle následující ukázky:
javac -g -target 1.1 -source 1.3 -cp
%JC_HOME%\lib\api.jar destination\*.java
Parametr -g určuje, že se kompilace má provést se všemi informacemi pro de-
bug. Parametr -target a -source ponechávají zpětnou kompatibilitu pro starší
verze(u verze Java 1.6.0 update19 jsou zde nejvýše uvedené hodnoty, pro které se
kompilace zdařila), jsou nezbytné pro překladač. -cp udává cestu pro knihovny, které
jsou nutné pro kompilaci (pro applet je nutné nastavit cestu k api.jar v Java Card
Development Kitu). Poslední parametr je zastoupen cestou k souboru, který chceme
zkompilovat.
Konverze na soubor typu .cap se provádí nástrojem converter obsaženým
v Java Card Development Kitu. Použití je možné buď pomocí parametrů nebo po-
užitím souboru, ve kterém jsou parametry vypsány. Ukázka znázorňuje druhou va-
riantu:
converter -config *.opt
V příloze této práce je v adresáři applet uložen soubor Skein.opt reprezentující
nastavení pro conveter.
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Obr. 7.2: Kompilace appletu
7.4 Simulace appletu
Nejpoužívanější funkce plug-inu JDCE pro tuto práci byla možnost spustit vytvo-
řený applet v režimu, který simuluje chování appletu tak, jako by byl nainstalován
na skutečné kartě. Další možností je spustit applet v debugovém módu. V eclipsu
k tomuto spuštění slouží záložka JCWDE, viz Obr. 7.3.
Obr. 7.3: Spuštění virtuálního režimu.
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Samotné spuštění appletu by bylo zbytečné bez nástroje, kterým by byly appletu za-
sílány APDU příkazy. Tento nástroj se jmenuje APDUtoolsAssignment a je součástí
souboru JavaCardTutorial.zip. Průběh nástroje je zobrazen na Obr. 7.4. Jedná se
o APDU příkaz zaslaný appletu Skein. První příkaz provede výběr appletu a vrací
status: úspěšně provedeno (SW1:0x90 a SW2: 0x00). Druhý příkaz zasílá zprávu
o délce 4 a očekává příjem dat o velikosti 64bytů. I tento příkaz je úspěšně vykonán.
APDUtool je součástí příloh a je přiložen i skript, který vykonává (skein.txt).
Obr. 7.4: Nástroj APDUtool.
7.5 Zhodnocení implementace appletu
Simulace appletu ve virtuálním módu je zpracována velmi rychle a zvýšená pamě-
ťová i časová náročnost způsobená přetypováváním proměnných je zanedbatelná.
Hodnoty odpovídají hodnotám získaným v konzolovém prostředí při spuštění této
funkce.
Avšak dotazování se appletu nainstalovaném na smart kartě přes terminál je
enormně zdlouhavé a applet vrací hodnoty, které neodpovídají hodnotám získaných
při simulaci.
Jak již zde bylo zmíněno, v současné době již existují vyšší verze platformy
java card, které podporují standardně datové typy Integer. Tento datový typ lépe
pracuje s bitovými operacemi a jsou pro něj již předpřipravené některé funkce. Z toho
se dá usuzovat, že by implementace s použitím vyšší verze platformy byla méně
časově i paměťově náročná a i lépe aplikovatelná.
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8 TERMINÁL
Terminál slouží jako přístupový bod ke čtečce karet. Pomocí něho je zprostředkována
komunikace s kartou a applety nahranými na kartě. Jeho podoba je na Obr. 8.1.
Java od verze 1.6. obsahuje balíček javax.smardcardio, který definuje API pro ko-
munikaci se smart kartami využívající ISO/IEC 7816-4 APDU. Díky němu již nemu-
síme k implementaci používat OpenCard Framework, jelikož balíček obsahuje takové
metody, jako jsou například detekce vložení nebo vyjmutí karty, zdali je karta pří-
tomna atd. Obsahuje i třídy CommandAPDU a ResponseAPDU, které podporují
různé typy APDU.
Po spuštění aplikace se provádí kontrola, zdali je k počítači připojeno čtecí za-
řízení. Je-li připojeno, je načteno do listu terminals. Není-li připojeno, volaná me-
toda TerminalFactory.terminals().list() vrací výjimku, která je zachytávána
a po uplynutí dvou sekundového intervalu se kontrola provádí znovu.
try {
static TerminalFactory factory = TerminalFactory.getDefault();
static List<CardTerminal> terminals = factory.terminals().list();
}






Po úspěšné kontrole terminálu je pomocí metody CardTerminal.isCardPresent()
provedena kontrola přítomnosti karty. V případě, že karta není připojena, čeká se
na její vložení voláním metody CardTerminal.waitForCardPresent( ).
Navázání spojení s kartou na protokolu T=0 (komunikace s kartou je ve formátu
pole bytů, nikoliv bloků. Pro formát pole bloků slouží parametr T=1) a následné
vytvoření kanálu mezi terminálem a kartou je obslouženo příkazy
CardTerminal.connect (T=0) a Card.getBasicChannel().
47
Odeslání APDU příkazu a následný příjem APDU odpovědi z karty jsou zpracovány
pomocí ResponseAPDU receive = channel.transmit(SELECT), kde SELECT je
předem připravený APDU příkaz a receive je přijatá APDU odpověď. Přijatá data
včetně statusu provedeného příkazu se zpracují následovně:
byte[] data = receive.getData();
int status = receive.getSW();
Obr. 8.1: Terminál
Při spuštění Terminálu dojde pouze k inicializaci grafického rozhraní. Pro komuni-
kaci se smart kartou je nutné stisknutí tlačítka „Inicializujÿ. Teprve tehdy dojde
ke krokům zmíněným výše, potřebným pro správné fungování terminálu. Zhašování
libovolné zprávy je možné vložením textu do formulářového pole označeného jako
„Vstupní zprávaÿ a hašovací funkce je vykonána stisknutím tlačítka „Vytvoř hašÿ.
Je nutné si uvědomit, že výpočet haše je proveden v posloupnosti několika desí-
tek operací a smart karty nedisponují takovými výpočetními prostředky jako běžné
počítače. Při testování trvalo zhašování zprávy přibližně 280 sekund.
Pro lepší pochopení celé práce je na Obr. 8.2 znázorněn diagram aktivit terminálu
i appletu a jejich vzájemné propojení
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Obr. 8.2: Aktivity diagram
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9 ZÁVĚR
V úvodu této práce je podrobné seznámení s obecnou specifikací hašovací funkce,
která je v dnešní době jedním ze základních kamenů kryptografie. Je zde nastíněn
popis vlastností, které by dobrá hašovací funkce měla dodržovat, aby fungovala dle
teoretických předpokladů (náhodné orákulum) a aby její prolomení bylo co nejtěžší
až nemožné se současně běžně dostupnými výpočetními prostředky. S těmito vlast-
nostmi jsou spjaty i druhy útoků a jejich výpočetní náročnost, které jsou popsány
v kapitole 3.
Praktická část je směřována k implementaci moderní hašovací funkce, která byla
vybrána z kandidátů na nový standard SHA-3. Jedná se o funkci z rodiny Skein, jejíž
specifikaci je v této práci věnována kapitola 4. Hašovací funkce byla implementována
na platformě JCOP, jenž adaptuje platformu Java pro smart karty. Specifickým
vlastnostem a odlišnostem od platformy Java se věnujeme v kapitole 5. Dalším
aspektům implementace je věnována zbylá část práce.
Moderní hašovací funkce Skein je navržena pro práci s 64bitovými slovy, avšak
platforma JCOP podporuje nejvýše 16-ti bitové datové typy. Tento problém se zde
řeší pomocí rozložení do více proměnných a implementací dodatečných funkcí, které
zajišťují regulérní provedení funkce tak, jako by byla implementována pro 64bitů. To
má za následek vyšší nároky na paměťovou i časovou náročnost. Nároky na časovou
náročnost při potřebných úpravách vzrostou až trojnásobně oproti verzi pracující
s 64 bitovým datovým typem. Stále zde ale hovoříme o desítkách milisekund. Toto
zpomalení funkce je ale kompenzováno zvýšenou odolností proti útokům hrubou
silou.
Cílem práce bylo upravit funkci Skein tak, aby ji bylo možné v podobě appletu
nahrát na kartu a pomocí terminálu s ní komunikovat. Applet i terminál byly úspěšně
vyvinuty, avšak applet nainstalovaný na kartě vracel jiná data než při simulaci. Také
doba výpočtu hašovací funkce byla značně mimo reálné použití. Odpověď APDU
přicházela přibližně po 5 minutách. Příčinou je nutné přetypovávání proměnných,
možnost použití nanejvýš datový typ short a slabé výpočetní prostředky karty,
které zapříčiňují zpoždění.
Z tohoto důvodu se zdá být implementace hašovací funkce Skein, ve zde spe-
cifikované podobě pro verzi JavaCard 2.2.1, nevhodná a pro její reálné použití by
musela být navrhnuta specifikace tak, aby byla více přizpůsobivá smart kartám pod-
porujícím datové typy nanejvýš short.
Dalším možným řešením je použít již v současné době existující verzi JavaCard
2.2.2. (i 3.0.2.) a s tím spjaté rozšířené použití datového typu Integer, který by
značně ulehčil implementaci funkce a do jisté míry eliminoval výpočetní nároky. Tuto
verzi ovšem musí podporovat smart karty, na nichž by byla funkce implementována.
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SEZNAM SYMBOLŮ, VELIČIN A ZKRATEK
AID Identifikátor aplikace (Application identifier)
APDU Application Protocol Data Unit
API Application Programing Interface
CRHF Hašovací funkce odolné vůči kolizím (collision resistant hash functions)
HMAC Autentizační kód zprávy s použitím kryptografického klíče (Keyed-hash
Message Authentication Code)
JCOP Java card open platform
JCRE Java Card Runtime Environment
JCVM Java Card virtual machine
MAC Autentizační kód zprávy (Message Authentication Code)
MDC Modifikační detekční kódy (modification detection codes)
OWF Jednosměrné funkce (one-way functions)
OWHF Jednosměrné hašovací funkce (one-way hash functions)
SHA Rodina hašovacích algoritmů (secure hash algoritmus)
UBI Unikátní blok zpracování (Unique Block Iteration)
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10 PŘÍLOHY
10.1 CD se softwarem
Obsahuje
• Adresář nastroje s programy a plug-iny používanými při vývoji.
• Adresář text s textem této diplomové práce ve formátu pdf.
• Adresář zdrojove kody, kde jsou všechny zdrojové kódy (applet, terminál v uži-
vatelském i konzolovém provedení).
• Spustitelný soubor Terminal.exe, umožňující komunikaci se smart kartou.
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