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Resumen 
 
Internet de las cosas (IoT) representa un concepto general  referido a la 
capacidad de los dispositivos de una red para detectar y recopilar datos del 
mundo que nos rodea, y luego compartirlos a través de Internet, donde se 
pueden procesar  y utilizar para diversos fines. 
Este trabajo se ha planteado con un doble objetivo: Por una parte se quiere 
abordar la monitorización del lago utilizando tecnologías de última generación, 
como son las Low-Power Wide-Area Network (LPWAN) y LoRa, además de 
usar un plataforma con una curva de aprendizaje corta y una gran comunidad 
de usuarios como es Arduino. Por otra, se pretende que la documentación del 
proyecto permita replicar el montaje del sistema de forma fácil por cualquier 
persona con mínimos conocimientos de electrónica y programación.  
 
Para la comunicación LoRa se han utilizado transceptores SX1272 y librerías 
proporcionadas por la empresa Libelium. Los parámetros del lago a 
monitorizar del lago a monitorizar son temperatura, cantidad de oxígeno 
disuelto, su conductividad eléctrica y el nivel del agua. El sistema se ha 
diseñado para ser instalado en el lago Olla del Rei situado en Castelldefels, a 
unos 200 metros del Campus del Baix Llobregat, ubicación en la que se ha 
probado para validar su funcionamiento. Se alimentará de manera autónoma, 
mediante baterías y una placa solar. Enviará los datos de manera periódica a 
un receptor que estará situado en el edificio C4 de la EETAC (Escola 
d’Enginyeria de Telecomunicació i Aeroespacial de Castelldefels).  
 
Como sistema de recepción tendremos un módulo LoRa conectado a un  
ordenador con conexión a Internet y sistema operativo Windows. Cada vez 
que se reciban datos, el módulo enviará las medidas de los sensores al 
ordenador y serán almacenados en una base de datos MySQL. Para consultar 
los datos almacenados se ha confeccionado una interfaz web que mostrará los 
valores en forma de grafico en cualquier dispositivo con conexión a Internet, ya 
sea PC, Smartphone o Tablet. 
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Overview 
 
 
Internet of Things (IoT) represents a general concept regarding the ability of a 
network's devices to detect and collect data from the world around us, and then 
share them over the Internet, where they can be processed and used for 
various purposes.  
 
This work has a dual purpose: On the one hand we want to approach lake 
monitoring using the latest generation technologies, such as Low-Power Wide-
Area Network (LPWAN) and LoRa, in addition to using a platform with a short 
learning curve and a large community of users as is Arduino. On the other, it is 
intended that the documentation of the project allows to replicate the assembly 
of the system easily by anyone with minimal knowledge of electronics and 
programming. 
 
For LoRa communication, SX1272 transceivers and libraries provided by the 
Libelium company have been used. The parameters of the lake to be monitored 
from the lake to be monitored are temperature, amount of dissolved 
 oxygen, its electrical conductivity and water level. The system has been 
designed to be installed in Lake Olla del Rei located in Castelldefels, about 200 
meters from the Campus of Baix Llobregat, where it has been tested to validate 
its operation. It will be fed autonomously, using batteries and a solar panel. It 
will periodically send the data to a receiver that will be located in the C4 building 
of the EETAC (School of Telecommunications Engineering and Aerospace of 
Castelldefels).  
 
As a reception system we will have a LoRa module connected to a computer 
with Internet connection and Windows operating system. Each time the data is 
received, the module will send the measurements of the sensors to the 
computer and will be stored in a MySQL database. To consult the stored data 
has been made a web interface that will display the values in graph form on any 
device with Internet connection, be it PC, Smartphone or Tablet. 
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INTRODUCCIÓN 
Las aplicaciones de la IoT Internet of Things han mejorado la forma en que 
interactuamos con el mundo y están abordando algunos de los mayores 
desafíos que enfrentan las ciudades y comunidades: cambio climático, control 
de la polución, alertas tempranas de desastres naturales y salvamento. Las 
empresas se están beneficiando también, a través de mejoras en las 
operaciones y la eficiencia, así como la reducción de costes. 
Así se observa como IoT, habitualmente utilizado comunicaciones por 
radiofrecuencia (RF), inalámbrica se está integrando en los coches, farolas, 
equipos de fabricación, electrodomésticos, dispositivos portátiles, etc. Es decir, 
en prácticamente cualquier cosa. En este ámbito, las Low-Power Wide-Area 
Network (LPWAN) son un tipo de red que se está popularizando ya que están 
diseñadas para permitir comunicaciones entre los nodos de la red a largas 
distancias, con tasas de bits y potencia bajas.  
Este trabajo se ha planteado con un doble objetivo: Por una parte se quiere 
abordar la monitorización del lago utilizando tecnologías de última generación, 
como son LPWAN y LoRa, además de usar un plataforma con una curva de 
aprendizaje corta y una gran comunidad de usuarios como es Arduino. Por 
otra, se pretende que la documentación del proyecto permita replicar el montaje 
del sistema de forma fácil por cualquier persona con mínimos conocimientos de 
electrónica y programación.  
 
Los parámetros a monitorizar del lago son su temperatura, cantidad de oxígeno 
disuelto, su conductividad eléctrica y el nivel del agua. El sistema se montará 
en el lago Olla del Rei situado en Castelldefels, a unos 200 metros del Campus 
del Baix Llobregat. Se alimentará de manera autónoma, mediante baterías y 
una placa solar. Enviará los datos de manera periódica a un receptor que 
estará situado en el edificio C4 de la EETAC (Escola d’Enginyeria de 
Telecomunicació i Aeroespacial de Castelldefels). Los datos serán 
almacenados en una base de datos y mostrados en una página web. 
 
Este documento está dividido en varios capítulos y secciones que pretenden 
explicar de manera detallada todo lo que se ha hecho en proyecto. En el 
capítulo 1, se describe el sistema a desarrollar, explicando los diferentes 
bloques que formarán parte de él y que serán desarrollados en los siguientes 
capítulos, así como el software empleado para desarrollar sus funcionalidades. 
En el capítulo 2 se explican las características de una red LoRa, tanto en lo que 
respecta a la tecnología como en lo que se refiere la red desarrollada en este 
proyecto, y se muestra la validación del sistema de comunicación. En el 
capítulo 3, el lector puede encontrar el montaje y validación de un sistema de 
alimentación para dotar a los módulos de medida y transmisión de autonomía. 
El capítulo 4 se describe el montaje de cada uno de los sensores que se 
usarán para monitorizar el agua del lago. El capítulo 5 habla sobre la 
implementación y evaluación del sistema completo. Por último, se presentan 
las conclusiones, la bibliografía consultada e información complementaria en 
los anexos. 
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CAPÍTULO 1. Descripción del sistema 
 
 
El desarrollo de esta infraestructura Internet of things (IoT) requiere más 
elementos aparte de unos sensores junto a algún sistema de telecomunicación. 
Aquí se explican los bloques que forman parte del sistema y el software 
utilizado para programarlos.  
 
1.1    Diagrama de bloques 
 
Como  en cualquier sistema de telecomunicación hay un módulo emisor y otro 
receptor (ver Fig.1.1). Ambos tienen como base el popular microcontrolador 
Arduino junto al transceptor LoRa de los que se hablará con más detalle en el 
siguiente capítulo. El módulo transmisor tiene montados cuatro sensores junto 
a los circuitos de adaptación correspondientes (sistema de adquisición) para 
medir los diferentes valores de los sensores. Estos elementos irán en el interior 
de una caja estanca de PVC con un tubo en la parte inferior para que bajen 
hasta la superficie acuosa. Sería posible usar más sistemas de transmisión 
enviando datos simultáneamente, pero en este proyecto solo se ha usado uno. 
 
Los sistemas anteriores funcionarán de forma autónoma mediante el uso de 
una batería con una placa solar (sistema de alimentación). La energía solar 
aporta al sistema múltiples beneficios como la portabilidad del sistema, ahorro 
de energía y es amigable con el medio ambiente. 
 
El bloque de recepción consta de cuatro elementos, el módulo receptor, un 
ordenador con el sistema operativo Windows y conectividad a internet, una 
base de datos y un programa para visualizarlos vía web. Los datos recibidos 
por el Gateway se leerán con el PC por el puerto serie mediante un script de 
Python, que también se encargará de subirlos a la base de datos. Una vez los 
datos están almacenados, se sincronizarán con un programa web para 
visualizarlos en formato gráfico.  
 
En la figura 1.1 se describe con un diagrama de bloques la estructura que 
tendrá el sistema, siendo el color azul la parte de adquisición, el naranja 
alimentación, el amarillo el sistema de comunicación y blanco el sistema de 
control. 
 
En los próximos capítulos de definirán en profundidad y se explicará  el 
funcionamiento de cada uno pero primero era importante conocer la estructura 
del sistema completo. 
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Fig. 1.1 Diagrama de bloques del sistema 
 
 
1.2 Hardware utilizado 
 
Actualmente se pueden adquirir sistemas prefabricados para monitorizar 
magnitudes físicas y químicas del agua. La IoT se aplica de forma cada vez 
más habitual en acuicultura, hidroponía y acuaponía1 desde hace algunos 
años. Según un informe sobre la pesca y la acuicultura presentado por la 
Agriculture Organization of the United Nations (FAO) en 2016, “En términos de 
producción global, el de peces cultivados y plantas acuáticas combinadas 
superó el de pesquerías de captura en 2013”. Siendo una industria tan grande 
es importante que tengan las herramientas necesarias para optimizar la 
producción. 
 
Aunque sea posible conseguir estos sistemas, los precios suelen ser bastante 
elevados y va en contra de la filosofía del proyecto buscar conseguir la misma 
funcionalidad, que no calidad, a partir de hardware lo más genérico posible. De 
manera que el sistema completo o parte de él pueda ser replicado con 
componentes comunes en tiendas de electrónica y pueda ser implementado 
por cualquier persona con mínimos conocimientos de electrónica y 
programación. 
 
Esta aproximación ha derivado en el uso de Arduino como elemento central del 
sistema y en la lección de hardware de comunicación, adquisición y 
alimentación que sea, en lo posible, fácilmente integrable con él. Este hardware 
se detallará en los siguientes capítulos. 
                                            
1
 Se refiere a cualquier sistema que combina acuicultura convencional (criar animales acuáticos 
como caracoles, peces, cangrejos de rio o gambas) con hidroponía (cultivar plantas en agua) 
en un ambiente simbiótico.  
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1.3 Software utilizado 
  
Tanto para programar los módulos LoRa como para la recepción de los datos 
necesitamos usar diferentes programas de software libre. A continuación se 
definen y explican cada una de ellos. 
 
1.3.1   Arduino IDE 
 
Entorno de desarrollo integrado usado para programar una placa Arduino. Se 
ha usado la versión 1.8.4 para sistemas operativos Windows. 
 
 
Fig.1.2 IDE de Arduino 
 
 
1.3.4   Python 
 
Lenguaje de programación libre y multiplataforma. Usado para acceder a la 
información del receptor captada por el puerto serie. Con un pequeño script 
podremos guardar, tratar y subir a la BBDD todos los datos que recibe el 
Gateway LoRa. Se utilizado la versión 2.7.13.  
 
Fig.1.3 Logo de Python 
1.3.3   XAMPP 
 
XAMPP es una distribución de Apache completamente gratuita y fácil de 
instalar que contiene MariaDB, PHP y Perl. Los usaremos para diseñar la base 
de datos en localhost. En este proyecto el PC hará de servidor web pero si se 
desea es posible exportar la configuración de XAMPP a una base de datos 
externa. Esta configuración se puede ver en más detalle en el anexo II.2.  
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Fig.1.4 Logo de XAMPP 
 
1.3.4   Power BI 
 
Aplicación de Business Intelligence2 creada por Microsoft que nos permitirá 
analizar datos y compartirlos con los usuarios. Se usará para la visualización 
de las medidas. La aplicación ira sincronizada con la base de datos creada 
previamente en XAMPP y se actualizará automáticamente. La configuración se 
puede ver en el anexo II.3. 
 
 
 
Fig.1.5 Logo de Power BI
                                            
2
 Conjunto de estrategias, aplicaciones, datos, productos, tecnologías y arquitecturas 
técnicas, los cuales están enfocados a la administración y creación de conocimiento sobre 
el medio, a través del análisis de los datos existentes en una organización o empresa 
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CAPÍTULO 2. Sistema de comunicación LoRa 
 
En el primer capítulo se darán a conocer las características de una red LoRa, 
cuyo principal objetivo es su utilización en aplicaciones de IoT. Esta red trabaja 
en la banda ISM3, por lo que se pueden usar sin necesidad de licencia alguna. 
LoRa es una técnica de modulación de espectro ensanchado que permite 
enviar datos a largas distancias con ratios de transmisión extremadamente 
bajos. Es derivada de la modulación Chirp Spread Spectrum (CSS)4 e 
intercambia velocidad de transmisión por sensibilidad, usando un ancho de 
banda fijo. Implementa una tasa de transmisión variable, utilizando factores de 
propagación ortogonales, lo que permite al sistema intercambiar la velocidad de 
datos por rango o potencia, para optimizar el rendimiento de la red en un ancho 
de banda constante. 
LoRa define la capa física y es agnóstica con respecto a las capas superiores. 
Esto permite a LoRa coexistir y operar con las arquitecturas de red ya 
existentes. El capítulo 4, donde se hace la implementación y validación del 
sistema, está basado en unos módulos y librerías concretos proporcionados 
por la empresa Libelium. El tipo de módulos usado se verá en el apartado de 
dispositivos LoRa y las librerías en las configuraciones de los anexos I y II.  
A continuación se explicará algunos de los conceptos básicos de la modulación 
LoRa y las ventajas que provee esta modulación cuando se despliegan redes 
de bajo consumo tanto fijas como móviles. 
2.1 Características 
 
Este ratio tan bajo de transmisión (hasta 300 kbps) junto a la modulación LoRa, 
conducen a una sensibilidad en el receptor muy baja (hasta -134 dBm), que 
combinado con una potencia de transmisión de +14 dBm se traduce en 
comunicaciones extremadamente lejanas. El link Budget es de 148 dB, lo que 
significa más de 22 km en enlaces LOS (Line-of-sight) y hasta 2 km en enlaces 
NLOS (Non-line-of-sight) como entornos urbanos. 
 
La modulación LoRa es escalable tanto en ancho de banda como en 
frecuencia. A diferencia de los sistemas ya existentes de banda estrecha y 
ancha, LoRa se puede adaptar a cualquiera de los modos con unos pocos 
cambios en la configuración. Al igual que la modulación FSK, LoRa es una 
modulación de envolvente constante lo que significa que ofrece una mejor 
eficiencia en sistemas de secuencia directa y una ventaja inherente en la 
potencia transmitida.  
 
                                            
3
 ISM (Industrial, Scientific and Medical) es una banda reservada internacionalente para uso no 
comercial de radiofrecuencia electromagnética. El uso esta abierto a todo el mundo sin 
necesidad de licencia, respetando las regulaciones que limitan los niveles de potencia.  
4
 CSS es una técnica de espectro ensanchado que utiliza pulsos chirp de modulación de 
frecuencia para codificar información. 
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Debido al alto time-bandwidth product (BT > 1) y su naturaleza asíncrona, la 
señal LoRa es muy resistente a interferencias tanto fuera como dentro de la 
banda. Dado que el periodo de símbolos en LoRa puede ser más largo que el 
típico sistema de espectro ensanchado con salto de frecuencia (FHSS), 
proporciona una excelente inmunidad contra interferencias AM (Modulación de 
amplitud). A parte de sus propiedades contra interferencias también incorpora 
un método de corrección de errores integrado denominado forward error 
correction (FEC). Todas estas características hacen esta tecnología adecuada 
para comunicaciones robustas P2P entre nodos [3]. 
 
2.1.1 Arquitectura de la red 
 
Las redes LoRa pueden tener topología de estrella y de malla, en nuestro caso 
se ha escogido la primera opción. Eso significa que todas las transmisiones de 
red se encaminan a través de un nodo coordinador central (ver Fig. 1.1).  La 
red WSN5 está compuesta por módulos transmisores autónomos (con un 
máximo de 255) y un Gateway receptor conectado a un ordenador. Esta 
topología ayuda a minimizar la cantidad de tráfico en la red y la centralización 
permite su inspección en un solo punto. Los transceptores LoRa usados en 
este proyecto son los SX1272, definidos en el apartado 2.2. 
 
El hardware del Gateway es exactamente igual que el de los nodos, 
simplemente que el módulo estará configurado para recibir datos en vez de 
transmitirlos. El ordenador al recibir los datos, los envía  a un servidor para que 
sean accesibles desde cualquier lugar como veremos en el capítulo de 
implementación. 
 
 
 
Fig. 2.1 Esquema de la arquitectura de red 
 
 
 
                                            
5
 Una red de sensores inalámbricos (WSN) es un conjunto de dispositivos sensores 
autónomos, distribuidos en el espacio, capaces de medir parámetros físicos o ambientales y de 
comunicarse entre sí de forma inalámbrica.  
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2.1.2 Modos de transmisión 
 
El transceptor tiene dos modulaciones diferentes, la modulación LoRa, que 
pertenece a Semtech y la modulación FSK estándar. En este proyecto solo se 
hace uso de la modulación LoRa. Podemos configurar diez modos diferentes 
de transmisión que se definen en función de tres parámetros, Ancho de banda 
(BW), Ratio de codificación (CR) y Factor de ensanchamiento (SF), véase la 
Tabla 2.1. 
 
Tabla 2.1 Modos de transmisión de un módulo LoRa [3]. 
 
Modo BW (KHz) CR SF Sensibilidad(dB) 
1 125 4/5 12 -134 
2 250 4/5 12 -131 
3 125 4/5 10 -129 
4 500 4/5 12 -128 
5 250 4/5 10 -126 
6 500 4/5 11 -125.5 
7 250 4/5 9 -123 
8 500 4/5 9 -120 
9 500 4/5 8 -117 
10 500 4/5 7 -114 
 
Como se puede  ver en la tabla el modo 1 corresponde al máximo alcance con 
la tasa de transmisión más baja. En cambio, en el modo 10 el rango de 
transmisión es mínimo, la velocidad de transmisión máxima y el impacto en el 
consumo de batería también será mínimo. A partir de esta tabla deberemos 
configurar el modo más adecuado a nuestros intereses.  
 
 
2.1.3 Ganancia de potencia y sensibilidad 
 
Cuando se configuran los nodos un parámetro importante es la potencia con la 
cual transmitirá el módulo. Este parámetro puede tener tres valores diferentes 
según las necesidades que se corresponden a Low (L), High (H), Max (M) y se 
definen en dBm. 
 
Tabla 2.2 Niveles de potencia configurables en el módulo LoRa con transceptor 
SX1272 [3]. 
 
Parámetros Nivel de potencia SX1272 
‘L’ 0 dBm 
‘H’ 7 dBm 
‘M’ 14 dBm 
 
 
El Gateway receptor reporta el RSSI (Nivel de potencia recibida) de un paquete 
y el del canal seleccionado. El valor importante es el RSSI del paquete ya que 
si el valor es mayor que la sensibilidad el receptor lo detectará, y en caso 
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contrario se perderá. El receptor también reporta la SNR (signal-to-Noise Ratio) 
para tener una idea de la calidad del enlace.  
 
2.1.4 Estructura de los paquetes  
 
En el tranceptor SX1272 cada nodo es identificado de forma única dentro de la 
red, cuando se inicia un módulo es necesario asignarle una dirección. El nodo 0 
es la dirección broadcast, y el nodo 1 es el central. Por lo tanto, los otros nodos 
utilizan las direcciones de 2 hasta 255. Cada paquete consta de seis partes que 
se definen a continuación (ver Fig.2.2) : 
 
 Dst: Dirección del nodo receptor. Parámetro introducido por el usuario.  
 Src: Dirección del nodo emisor. Parámetro introducido por el usuario. 
 PackNum: Número de paquete. Empieza en el 0 y acaba en el 255. Si el 
paquete se retransmite el número de paquete no se incrementa. 
 Lenght: Longitud del paquete. Parámetro establecido por la aplicación. 
 Data [MAX_PAYLOAD]: Datos enviados en el paquete. Usado para 
guardar los datos y enviarlos a otros nodos. El tamaño máximo permitido 
es definido por la constante MAX_PAYLOAD, detallada en la librería.  
 Retry: Número de reintentos. Parámetro establecido por la aplicación. 
Normalmente el valor es 0. Cuando se efectúa un reintento el valor se 
incrementa hasta igualarse a la variable global _maxRetries, la cual es 3 
por defecto. 
 
 
 
 
 
Fig. 2.2 Estructura de un paquete LoRa [4] 
 
Otro punto importante es que, aunque la longitud mínima de una trama LoRa 
sea de 5 bytes (campos de dst, src, packnum, lenght y retry), el mínimo 
permitido por la librería arduinoLoRa.h (definida en el Anexo I) es de 27 bytes. 
Esto es así porque en el campo data agrega datos como la MAC del 
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transceptor, el nombre o ID del módulo y el número de trama enviada. Estos 
datos suman 22 bytes a los 5 bytes mínimos destinados al resto de campos del 
paquete LoRa. Algo similar sucede con la longitud máxima de la trama. Aunque 
la longitud máxima sea de 255 bytes, la librería limita el parámetro data a 119 
bytes sin contar los 22 bytes añadidos, recortando los bytes que le siguen y 
reservando ese espacio para datos específicos como la longitud de ID del 
módulo, entre otros. 
 
2.1.5 Comunicación entre nodos 
 
Cada paquete contiene un byte con la dirección de origen y otro con la de 
destino en el campo payload. Para cada nodo, el usuario tiene que escoger una 
dirección única de 8-bits y asignarla cada vez que se enciende el módulo. Esta 
dirección será leída por las funciones explicadas en el Anexo 1. 
 
Ha tres modos de comunicación entre módulos. El más simple es la 
transmisión sin ACK, esta forma es posible ya que en LoRa previamente al 
envío de datos no hay ningún tipo de comunicación previa. 
 
El segundo modo posible es la comunicación con ACK, donde el receptor 
confirma la recepción del paquete al emisor. Por último está el modo de ACK 
con retires, en el cual aparte de confirmar los mensajes, si no se recibe el ACK 
el emisor reenviará el paquete. 
 
2.2 Dispositivos LoRa 
 
Para realizar la comunicación dispondremos de varios dispositivos fabricados 
por Semtech y distribuidos por Libelium, un empresa Española con sede en 
Zaragoza.  
 
 
2.2.1 Transceptor SX1272 
 
El transceptor SX1272  que ha sido desarrollado por Semtech, proporciona una 
comunicación de espectro extendido de gama ultra larga y una alta inmunidad 
a interferencia, mientras minimiza el consumo de corriente. 
 
Usando la técnica de modulación LoRa patentada por Semtech se puede lograr 
una sensibilidad de más de -137 dBm usando materiales de bajo coste. La alta 
sensibilidad combinada con el amplificador de potencia integrado de +20 dBm 
lo hace óptimo para cualquier comunicación que requiera rango o robustez 
(Fig. 2.3).  
 
Fig.2.3 Tranceptor SX1272 y antena [5] 
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El SX1272 usa un bus SPI para la comunicación, lo que permite mayor 
velocidad de comunicación. El modulo se conecta a una antena de 868 MHz 
(Para ajustarse a la banda ISM en Europa) y una ganancia de 4.5 dBi. Se usan 
8 canales con una ancho de banda de 0.3 MHz por canal (ver Fig. 1.4).  
 
 
 
 
Fig.2.4 Banda de transmisión del módulo LoRa [4] 
 
 
A continuación se detallan sus principales características: 
 
 Banda de frecuencia: 860 MHz – 1020 MHz. 
 Link Budget máximo de 157 dB. 
 Potencia de salida +20 dB con 100mW constantes.` 
 PA de alta eficiencia a +14dB. 
 Bit rate programable hasta 300 kbps. 
 Alta sensibilidad: Hasta -134 dBm. 
 IIP3 = -12.5 dBm. 
 Bajo consumo en recepción: 10 mA. 
 Sintetizador completamente integrado con resolución de 61 Hz. 
 Modulaciones: FSK, GFSK, MSK, GMSK, LoRa y OOK. 
 Detección de preámbulo. 
 RSSI de rango dinámico: 127 dB. 
 Sensor de temperatura e indicador de batería baja integrados. 
 Paquetes de hasta 256 bytes con CRC. 
 
El SX1272 no implementa ningún método de seguridad. Es posible añadir 
encriptación de datos a partir de una librería proporcionada por Libelium. Con 
esta librería nos aseguraremos de que nadie lee los paquetes y la autenticidad 
de los transmisores será verificada. 
 
El algoritmo usado es el Advanced Encryption Standard (AES), se trata de un 
algoritmo de llave simétrica que soporta llaves con longitudes de bits de 128, 
192 y 256 bits. Al encriptar bloques de bits al mismo tiempo hace que el 
proceso sea muy rápido. Tiene la ventaja de ocupar muy poca memoria y en 
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consecuencia lo hace adecuado para dispositivos que no disponen de mucha 
memoria. 
   
2.2.2 Multiprotocol Radio Shield v2.0 for Arduino 
 
El multiprotocol shield hace de punto de nexo entre la placa Arduino y el 
módulo SX1272 (Fig. 1.5). Simplemente conectando el shield a la placa e 
instalando su librería en el IDE de Arduino podremos usar el transceptor sin 
ningún problema. Este aspecto está más detallado en el apartado de 
configuración de un módulo en el Anexo I.  
 
 
Fig.2.5 Multiprotocol Radio Shield [6] 
 
2.2.3 Placa Arduino UNO 
 
Las placas Arduino son ordenadores de placa reducida (en inglés: Single Board 
Computer) de desarrollo de hardware y software. En este proyecto se ha 
utilizado el modelo Arduino UNO, cuyas características principales se muestran 
en la tabla 2.4. 
 
Tabla 2.4 Especificaciones técnicas principales de Arduino Uno. 
 
Voltaje 5 V 
Voltaje de entrada (recomendado) 7-12 V 
Voltaje entrada (limite) 6 -20 V 
Pines I/O PWM Digital 6 
Pines entrada analógica 6 
Corriente DC para Pin I/O  20 mA 
Corriente DC para Pin de 3.3V 50 mV 
EEPROM 1 KB (ATmega328P) 
 
 
Fig.2.6 Placa Arduino UNO [7] 
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2.2.4 Montaje nodo de la red WSN 
 
Cada nodo de la red constará de los tres elementos mencionados en los sub-
apartados anteriores. La figura 2.7 muestra un nodo de la red una vez 
montado. Las configuraciones de los nodos transmisor y receptor están 
explicados en los anexos I y II respectivamente. 
 
 
 
 
Fig.2.7 Montaje de un módulo LoRa [8] 
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CAPÍTULO 3. Sistema de alimentación  
Para que cada módulo pueda funcionar de forma autónoma se ha diseñado un 
sistema de alimentación usando placas fotovoltaicas. Esto aportará al sistema 
la capacidad de poder poner los nodos donde queramos ya que no tendremos 
que preocuparnos de tener que conseguir una fuente de energía aparte de 
todos los beneficios de usar energías renovables. 
 
3.1 Elementos del sistema 
Para montar el sistema se necesitan tres elementos, una placa para cada nodo 
de la red WSN, una batería que se cargará con la celda fotovoltaica y una placa 
de adaptación para usarlo con Arduino. 
3.1.1  Placa Solar 
Placa de 3W que proporciona 5V a la placa Arduino (ver Fig. 2.1). Las 
dimensiones de nuestra placa son 23x16x1,5 cm. 
 
Fig.3.1 Placa solar de 3W [9] 
 
3.1.2 Batería  
 
Se ha escogido una batería Li-Ion de una celda (ver Fig.3.2), con una 
capacidad de 6600 mAH. El motivo por el cual se ha usa este valor es que nos 
interesa trabajar con la batería siempre cargada. Como la carga es mucho más 
grande que la demandada por el circuito funcionando, la batería siempre está a 
un nivel de carga muy elevado y la tensión es cercana a 4.2 V. Si la batería se 
descarga y la tensión baja por debajo unos 3.8 V, la placa Arduino no 
funcionará correctamente. 
 
Tabla 3.1 Especificaciones técnicas de la batería. 
  
Número de Modelo ICR18650H-1S3P 
Tipo  Li-Ion 
Capacidad nominal 6600 mAh 
Dimensión 19mm x 58mm x 68mm 
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Voltaje nominal 3.7 V 
Max voltaje de carga 4.2 V 
Corte de tensión  3.0 V 
Corriente de descarga estándar 0.2 C 
 
 
 
Fig.3.2 Batería de 6600 mAh [10] 
 
3.1.3 Cargador Solar 
 
Como punto de unión entre todos los elementos se ha escogido la placa de la 
empresa Estadounidense SparkFun “Sunny Buddy” (Fig. 3.3). El Sunny Buddy 
es un cargador solar Maximum power point transfer (MPPT), a continuación se 
explica por qué es necesario usar este tipo de cargador. 
 
Fig.3.3 Placa “Sunny Buddy” [11] 
 
El cargador se encarga de monitorizar la corriente que fluye hacia la batería y 
se limita a un cierto valor para evitar daños en la batería.  
 
Para entender el funcionamiento de este cargador solar se ha recolectado 
información de cinco fuentes de alimentación diferentes: una batería de 2000 
mAh LiPo, una fuente de alimentación regulable, una placa solar pequeña, una 
placa solar grande y el Sunny Buddy junto a una pequeña placa solar [12]. 
   
El gráfico (ver Fig. 3.4) compara el voltaje de salida con el corriente de carga 
en las cinco fuentes ya listadas. Observamos que el voltaje en la placa Sunny 
Buddy, en la batería y en la fuente de alimentación regulable no varían con la 
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corriente, en cambio las placas solares sí lo hacen. En el Sunny Buddy se 
puede ver claramente el punto, aproximadamente a 240 mA, donde ya no es 
seguro extraer más corriente. A diferencia del cargador, las placas solares van 
reduciendo lentamente su voltaje hasta llegar a cierto punto, luego disminuyen 
más rápidamente hasta que incluso un pequeño aumento en la corriente hace 
que el voltaje de salida se desplome. En la gráfica hay un punto marcado como 
el pico de potencia de transferencia, y tal como indica este nombre es el punto 
de máxima potencia, crucial para sacar la mayor eficiencia posible de la celda.  
 
El Sunny Buddy se bloquea en ese punto de la curva, obteniendo la máxima 
corriente que la célula proporcionará. En el gráfico observamos que el panel 
solar pequeño suministra 180 mA, pero la placa de carga lo sube hasta 240 
mA. Esto es un 33% extra de corriente de carga disponible para la batería 
sobre un cargador comparable de 5V. 
 
 
Fig.3.4 Comparación de fuentes de alimentación [12] 
 
3.2  Esquema de cableado  
 
Una vez se tienen todos los elementos del sistema el montaje es sencillo (ver 
Fig 3.5). La placa solar se puede conectar tanto al puerto JP1 como al JP2, el 
primero viene cerrado por defecto y el segundo abierto. Si se quieren conectar 
dos placas solares será necesario abrir el puerto JP1. 
 
El voltaje máximo recomendado es 20V y el mínimo 6V, aunque con una placa 
de 5V como la usada en este proyecto también funciona correctamente.  
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En cuanto a los pines de salida, tanto la batería como la placa Arduino irán 
conectadas a los puntos de carga marcados con la palabra “LOAD”. Aunque 
normalmente la placa Arduino se carga por el pin Vin, esta placa se tiene que 
conectar al pin de 5V para que se pueda alimentar.  
 
 
Fig.3.4 Esquema de cableado 
 
 
3.3  Validación del sistema de alimentación  
 
Para realizar la validación del sistema de alimentación se ha montado un 
módulo transmisor y se han hecho dos pruebas. Primero se ha dejado el 
sistema al sol para comprobar que la batería se carga correctamente y que 
aporta suficiente corriente para el correcto funcionamiento de la placa Arduino.  
Una vez confirmado esto y con la batería cargada al máximo, se ha 
desconectado la placa solar. Con esta prueba se pretende determinar la 
autonomía de un módulo lo que nos permitirá asegurar que funcionará 
correctamente toda una noche o, por ejemplo, cuando haya unos cuantos días 
nublados. Para esta prueba el sistema enviaba datos cada 10 segundos 
aunque en la práctica estará configurado para enviarlos cada 600 segundos, 
pero de esta forma forzamos el módulo a gastar más energía. El resultado de la 
prueba ha sido que con la batería de 6600 mAh el módulo puede estar 
enviando aproximadamente unas 96 horas (4 días) sin carga alguna, tiempo 
más que razonable teniendo en cuenta que el sistema estará instalado en la 
provincia de Barcelona y su climatología.  
 
La eficiencia en cualquier fuente de alimentación es el ratio entre la potencia 
que entra y la que sale. La eficiencia del Sunny Buddy se ha medido 
repetidamente con unos resultados de aproximadamente 80% [12].
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CAPÍTULO 4. Diseño e implementación del sistema de 
adquisición 
 
En este capítulo se explicará qué sensores se han utilizado en este proyecto, 
su funcionamiento, como montarlos en una placa Arduino y por qué éstos son 
los parámetros que nos interesan para conocer la calidad del agua, los 
estándares comunes relacionados con la calidad del agua son la salud del 
ecosistema, la seguridad al contacto con humanos o si es potable.  
4.1 Sensor de temperatura 
 
La temperatura del agua afecta al crecimiento y reproducción de los 
organismos que viven en ella. Muchos animales usan la temperatura como 
señal para saber cuándo reproducirse o migrar. 
 
El sensor que se ha escogido es un detector de temperatura resistivo (RTD), es 
decir, un sensor basado en la variación de la resistencia de un conductor con la 
temperatura. Al calentarse el metal habrá una mayor agitación térmica, 
dispersándose más electrones y reduciéndose su velocidad media, 
aumentando así la resistencia. Cuanta mayor temperatura, mayor agitación, y 
mayor resistencia. 
 
4.1.1  Características 
 
El sensor usado es de platino, concretamente el modelo PT-1000 de dos 
cables (ver Fig. 4.1). Los sensores de platino son los que ofrecen mejores 
prestaciones como una alta resistividad, para un mismo valor óhmico y la masa 
del sensor será menor, por lo que la respuesta será más rápida. Otras buenas 
prestaciones que posee el platino son un rango de temperatura mayor respecto 
a otros materiales y una alta linealidad. Sin embargo, coeficiente de 
temperatura (α) es menor. Los sensores de platino son los usados para definir 
el International Temperature Standard (ITS-90), aproximación para facilitar la 
comparación y compatibilidad de medidas de temperatura a nivel internacional. 
 
 
 
Fig.4.1 Sensor PT-1000 de dos cables [13] 
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En estos sensores, la variación de resistencia es lineal en márgenes amplios 
de temperatura. Puede ser expresada de manera polinómica siguiendo la 
siguiente formula 
 
                                        𝑅 =  𝑅0 ∗ (1 + 𝛼 ∗ ∆𝑇)                                             (4.1) 
 
La expresión de la temperatura será: 
 
                                                                𝑇 =  
𝑅
𝑅0
−1
𝛼
                                                       (4.2) 
 
Dónde: 
 
 𝑅0 es la resistencia a la temperatura de referencia 𝑇0 
 ∆𝑇 es la desviación de temperatura respecto a 𝑇0 (∆𝑇 = T – 𝑇0) 
 α es el coeficiente de temperatura del conductor especificado a 0℃,  
interesa que sea de valor elevado y constante con la temperatura. 
 
Como el sensor es de platino la α tendrá un valor de 0.00385 (𝐾−1).  
 
En el sensor PT-1000 el valor de 1000Ω corresponde a 0Cº. Este sensor en 
concreto tiene un rango de medida entre -50ºC y +230ºC.   
 
4.1.2  Diseño del circuito de adaptación 
 
La resistencia cambiante del RTD puede convertirse en voltaje colocando la 
sonda en un simple divisor de tensión, con una fuente de tensión y midiendo el 
voltaje en los terminales la sonda.  
 
Como ya se ha comentado el incremento de resistencia es lineal, en la tabla 
4.1 se puede ver cómo crece respecto la temperatura.  
 
Tabla 4.1 Comparación temperatura (Cº) vs resistencia (Ω) 
 
Cº Ohms Cº Ohms 
-10 961 55 1213 
-5 980 60 1232 
0 1000 65 1252 
5 1019 70 1271 
10 1039 75 1290 
15 1058 80 1309 
20 1078 85 1328 
25 1097 90 1347 
30 1117 95 1366 
35 1136 100 1385 
40 1155 105 1404 
45 1175 110 1423 
50 1194 115 1442 
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Lo primero será decidir que resistencia poner en el divisor de tensión (ver 
Fig.4.2). En nuestro caso se ha decidido que un valor adecuado es 1kΩ 
teniendo en cuenta las siguientes tres consideraciones: 
 
Fig.4.2 Divisor de tensión 
 
 Incrementar R minimiza el calentamiento del RTD, y en consecuencia el 
error. 
 Incrementar R disminuye la magnitud del cambio de voltaje por grado, 
disminuyendo así la SNR. 
 Incrementar R incrementa el ruido causado por las resistencias, 
disminuyendo la SNR. 
 
El cable del sensor mide 1.5 metros y podría actuar como una antena, lo que 
añadiría mucho ruido a la señal que proviene del circuito. Para deshacernos del 
ruido, se ha conectado un condensador en paralelo con el sensor RTD. El 
condensador actúa como un filtro paso bajo. Un condensador de 100 µF se 
deshace de la mayor parte del ruido. 
 
Una vez montado se ha comparado la temperatura dada con la de un 
termómetro digital y se ha trazado una recta de calibración para corregir la 
mediada. La calibración se puede ver en el código del Anexo III.1. 
 
 
 
Fig.4.3 Circuito de adaptación del sensor de temperatura 
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Fig.4.4 Esquema electrónico 
 
4.2 Sensor de conductividad eléctrica 
 
La conductividad eléctrica (CE)(medida en S/m) es la medida de la capacidad 
de un material o sustancia para dejar pasar la corriente eléctrica a través de él. 
La conductividad eléctrica en medios líquidos está relacionada con la presencia 
de sales en disolución, cuya disociación genera iones positivos y negativos 
capaces de transportar la energía eléctrica si se somete el líquido a un campo 
eléctrico. Estos conductores iónicos se denominan electrolitos. 
 
La conductividad es uno de los parámetros de calidad del agua más útiles y 
comúnmente usados. Además de ser la base de los cálculos de salinidad y 
sólidos disueltos, es un indicador temprano de cambio en el agua. La mayoría 
de cuerpos de agua mantienen una conductividad bastante constante que 
puede utilizarse como una línea de base de comparación con las mediciones 
futuras. Un cambio significativo, ya sea debido a inundaciones naturales, 
evaporación o contaminación artificial puede ser muy perjudicial para la calidad 
del agua.   
 
Para medir la CE se usan electrodos de diferente tamaño, rectangulares o 
cilíndricos, por lo que al hacer la medición, en lugar de la conductividad, se 
mide la conductancia, la cual al ser multiplicada por la una constante (k) de 
cada celda en particular, se transforma en la conductividad en S/cm. La 
constante de celda de nuestra sonda es 1. 
 
 
Fig.4.5 Sonda para medir la conductividad eléctrica 
 
La CE se mide determinando la resistencia de la solución entre dos electrodos 
planos o cilíndricos separados por una distancia fija. El conductímetro sigue la 
siguiente expresión para realizar las medidas: 
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                                                    𝑘 =  
1
𝑅
∗
𝑙
𝐴
                                                    (4.3) 
Donde: 
 
 k: Conductividad de la disolución (S/m) 
 R: Resistencia (Ω) 
 l: Distancia entre los electrodos 
 A: Área de los electrodos  
 
 
La medida de la conductividad eléctrica se tiene que hacer con AC para evitar 
la electrólisis6 o los resultados serán erróneos. Para no tener que usar corriente 
alterna podemos tomar una medida rápida en DC sin sufrir polarización, lo que 
se traduce en una sonda mucho más económica. Para hacer esto se envían 
pulsos con un pin digital de Arduino y se lee el resultado con un pin analógico.  
 
En la siguiente figura 4.5 se puede ver cómo evoluciona la conductividad 
eléctrica al aplicar corriente continua a la sonda. Como se observa, la 
conductividad desciende rápidamente a los pocos segundos de empezar la 
medida. 
 
 
 
Fig.4.6 Gráfico de conductividad eléctrica vs corriente continua [15] 
 
4.2.2 Compensación de temperatura 
 
La temperatura afecta a la conductividad de los fluidos así que es esencial 
compensarla. Para hacerlo se ha utilizado la temperatura recogida por el 
sensor PT-1000, a partir de este valor, y utilizando la expresión de 
aproximación, se ha compensado la dependencia. Para ver en más detalle 
cómo se ha hecho, el código de Arduino está en el Anexo III.2. 
 
                                            
6
 Proceso que separa los elementos de un compuesto por medio de la electricidad.  
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Es común usar una aproximación lineal para convertir pequeños cambios de 
temperatura en sus equivalentes a 25Cº. 
 
                                              CE25 =  
𝐸𝐶
(1+𝑎 (𝑇−25))
                                       (4.4) 
 
 
 
 
Donde: 
 
CE25 = CE equivalente a 25ºC. 
CE = CE medido. 
T = temperatura medida en ºC. 
𝑎 = 0.019ºC (Comúnmente usado en soluciones de nutrientes).  
 
4.2.3 Escogiendo el valor para la resistencia 
 
No se puede escoger una resistencia menor a 300 Ω ya que el pin digital de 
Arduino solo puede aportar 20 mA. A continuación muestro un divisor de 
tensión equivalente al circuito. 
 
 
Fig.4.7 Divisor de tensión equivalente 
 
 
 
Donde: 
 
 Ra: Resistencia del Pin digital del Arduino Uno 
 R1: Resistencia a escoger  
 Rc: Resistencia del agua 
 
 
En el datasheet del Arduino Uno se estima Ra en 25 ohms. Al cambiar el valor 
de esta resistencia en el divisor de tensión lo que hacemos es cambiar el rango 
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de EC que queremos medir. Para medir masas de agua dulce se recomienda 
una resistencia aproximada de 1 kΩ. 
 
4.2.4 Calibración de la sonda 
 
Para calibrar la sonda se han utilizado tres soluciones de calibración  
proporcionadas por Libelium (ver Fig.4.8), de 84 µS/cm, 1413 µS/cm  y 8000 
µS/cm. El procedimiento seguido ha consistido en sumergir la sonda durante 
unos pocos minutos en cada una de las soluciones y apuntar el valor del voltaje 
una vez se ha estabilizado. En la tabla 4.2 se observan los resultados 
obtenidos. 
 
 
Fig.4.8 Soluciones de calibración [16] 
 
Tabla 4.2 Resultados de la calibración  
 
Solución de 
calibración 
(µS/cm) 
Voltaje 
(V) 
R=1KΩ 
1413 2.81 
8000 4.77 
84 0.72 
 
 
A partir de los voltajes resultantes y sabiendo previamente la conductividad de 
cada solución, se ha trazado una recta de calibración. El eje vertical representa 
el voltaje normalizado entre 0V y 5V, y el eje horizontal la conductividad 
eléctrica en µS/cm. El código necesario de Arduino está en el Anexo III.2. 
 
 
Fig.4.9 Recta de calibración 
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4.2.5 Esquema de cableado 
 
El conexionado es muy sencillo como se observa en la Figura 4.10. 
Simplemente lo que hacemos es sumergir el ánodo y el cátodo en la sustancia 
de interés, y las sales disueltas, óxidos e impurezas cierran el circuito 
mostrando los valores por la entrada analógica.  
 
- Se conecta un pin digital a la entrada digital 13 para enviar un pulso 
cada 20 ms y simular una señal AC. 
- A continuación se conecta el cable de salida a la entrada analógica de 
Arduino (A0). 
- Para evitar posibles estados erróneos se pone una resistencia de pull-
down7 de 1kΩ.  
 
 
 
Fig.4.10 Conexionado sonda conductividad eléctrica 
 
 
Fig.4.11 Esquema electrónico 
 
                                            
7
 Resistencia que establece un estado lógico en un pin o entrada de un circuito lógico cuando 
se encuentra en estado de reposo. 
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4.2.6 Lectura de los valores 
 
En la tabla 4.3 podemos ver los valores típicos de conductividad dependiendo 
del tipo de agua que se quiere monitorizar. 
 
Tabla 4.3 Conductividades acuosas típicas 
 
Solución µ𝑺/𝒄𝒎 𝒎𝑺/𝒄𝒎 𝒑𝒑𝒎 
Agua totalmente pura 0.055 - - 
Agua desionizada 0.5 - - 
Agua destilada 0.5 - - 
Agua del grifo 500-800 0.5-0.8 250-400 
Agua potable (max) 1055 1.055 528 
Agua de mar 50,000-
60,000 
56 28,000 
4.3 Sensor de ultrasonidos 
 
Un sensor de ultra sonidos es un dispositivo para medir distancias. Su 
funcionamiento se basa en el envío de un pulso de alta frecuencia, no audible 
por el ser humano. Este pulso rebota en los objetos cercanos y es reflejado 
hacia el sensor, que dispone de un micrófono adecuado para esa frecuencia.  
 
Midiendo el tiempo entre pulsos, conociendo la velocidad del sonido, podemos 
estimar la distancia del objeto contra cuya superficie impacta el pulso de 
ultrasonidos.  
 
La función del sensor será la de monitorizar la variación del nivel del agua. 
Pero previamente es necesario comprobar si las ondas de sonido relejarán 
suficiente energía para que el sensor detecte la distancia correctamente. El 
ratio de ondas reflejadas respecto a las indecentes se define con la siguiente 
expresión: 
 
                       𝑅 =
𝜌1∗𝑐2−𝜌2∗𝑐1
𝜌1∗𝑐2+𝜌2∗𝑐1
                                                 (4.5) 
 
Donde ρ, c son las densidades y velocidades en los dos medios. La velocidad 
del sonido en el aire es 𝑐1 = 330 𝑚/𝑠, mientras que en agua es 𝑐2 = 1484 𝑚/𝑠. 
Las densidades son 𝜌1 = 1.225 𝑘𝑔/𝑚
3 y 𝜌1 = 1000 𝑘𝑔/𝑚
3. Así que el 
coeficiente de reflexión será 97.8%, porcentaje más que suficiente para ser 
detectado por el sensor. 
 
Se ha escogido el sensor XL MaxSonar MB7070 (ver Fig.4.12) que tiene un 
rango de captación que va desde 20 cm hasta 765 cm, con una resolución de 1 
cm. Las especificaciones principales del sensor son: 
 
 Ratio de lectura de 10 Hz 
 Resolución de 1 cm 
 Compilador RoHS 
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 Opera desde 3.0 V a 5.0 V 
 Mínimo corriente requerido 3.4 mA 
 Temperatura operacional desde -40 ºC a +70 ºC 
 Calibración automática a tiempo real (voltaje, humedad, ruido ambiente) 
 Máximo rango de 765 cm 
 Haz estrecho y preciso 
 
 
 
 
Fig.4.12 XL MaxSonar MB7070 [17] 
 
Para hacer las conexiones es muy sencillo, no hay que poner ningún elemento 
externo simplemente conocer a que corresponde cada pin. La sonda tiene siete 
pines los cuales enumeraré a continuación en orden descendente siguiendo el 
esquema de cableado (ver Fig.4.13). 
 
 Pin 1- Deje abierto (estado high) para que la salida en el Pin 5 sea en 
serie. Si el pin está en estado ‘low’, el Pin 5 envía un pulso (en lugar de 
datos en serie). 
 Pin 2- La salida es una representación pulso-amplitud del rango. 
 Pin 3- AN- La salida de este pin es el voltaje analógico con un factor de 
escalado de (Vcc/1024). 
 Pin 4- RX- - Este pin está internamente puesto en estado ‘high’. Si el pin 
se deja desconectado el sensor medirá continuamente el rango.  Si se 
cambia a estado ‘Low’, el sensor dejará de variar. 
 Pin 5- TX- - Cuando el Pin 1 está abierto o se mantiene en alto, la salida 
Pin 5 entrega datos en serie asíncronos en formato RS232, excepto que 
los voltajes sean entre 0V-Vcc. La salida son caracteres ASCII 
representando el rango en centímetros hasta un máximo de 765. El ratio 
de baudios es 9600, 8 bits y sin paridad. Aunque los voltaje es de 0 V a 
Vcc están fuera del estándar RD232, la mayoría de los dispositivos 
RS232 tienen margen suficiente para leer los datos en serie de 0 V a 
Vcc.  
 V+ Opera entre 3V - 5.5V. El consumo de corriente promedio (y máximo) 
para el funcionamiento a 3.3 V es de 2.1 mA (50 mA de pico) y el de 5 V 
es de 3.4 mA (100 mA de pico), respectivamente. La corriente de pico es 
la que se utiliza durante la transmisión del pulso sonar. 
 GND- Retorno para la fuente de alimentación DC.  
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4.3.1 Esquema de conexiones  
 
El motivo por el cual simplemente tenemos que conectar la entrada analógica 
es porque el factor de escala del propio sensor es Vcc/1024 por centímetro. Por 
lo tanto al alimentarlo con 5V la lectura el pin analógico será directamente en 
centímetros. 
 
Teniendo en cuenta el punto de referencia en forma de cuadrado que hay en el 
sensor se tiene que conectar los pines correspondientes a la alimentación 
(Rojo), tierra (Negro) y entrada analógica (Marrón). El código de Arduino 
necesario para usar el sensor está en el Anexo III.3.3. Para captar el nivel del 
agua será necesario medir previamente la distancia desde el suelo de la masa 
de agua hasta al sensor, se restara la media del sensor a la distancia ya 
conocida y obtendremos el nivel del agua.  
 
 
Fig.4.13 Esquema de conexiones 
 
4.4 Sensor de oxígeno disuelto 
  
El análisis de oxígeno disuelto (en mg/L) mide la cantidad de oxígeno gaseoso 
disuelto (𝑂2) en una solución acuosa. El oxígeno se introduce en el agua 
mediante difusión desde el aire que rodea la mezcla, por aeración (movimiento 
rápido) y como un producto de desecho de la fotosíntesis. Es un parámetro 
importante a la hora de determinar la calidad del agua ya que determina 
directamente los organismos que estarán viviendo en ella. 
 
Se ha escogido una sonda de Atlas Scientific (ver Fig.4.14), empresa norte-
americana especializada en fabricar todo tipo de sensores. En la tabla 4.4 se 
pueden ver las especificaciones de la sonda: 
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Tabla 4.4 Especificaciones sonda de oxígeno disuelto [18] 
 
Rango 0 – 35 mg/L 
Tiempo de respuesta ~0.3 mg/L/seg 
Presión máxima 100 PSI 
Rango de temperatura ºC 1 – 50 ºC 
Tiempo antes de recalibración ~1 año 
Esperanza de vida 5 años + 
 
 
 
 
 
Fig.4.14 Sonda para medir el oxígeno disuelto [18] 
 
 
Una sonda de oxígeno disuelto galvánica consiste en una membrana de 
polietileno, un ánodo bañado en un electrolito y un cátodo. Una vez las 
moléculas de oxígeno han cruzado la membrana se reducen en el cátodo y se 
produce un pequeño voltaje. Si no hay moléculas de oxígeno presentes, la 
sonda emitirá 0 mV. A medida que el oxígeno aumenta, también lo hace la 
salida en mV de la sonda. Cada sonda producirá un voltaje diferente en 
presencia de oxígeno, lo único constante es que 0 mV = 0. 
 
Uno de los beneficios de usar una sonda galvánica es que consume muy poca 
cantidad del oxígeno que está leyendo. Aunque es necesario que haya un 
mínimo de movimiento en el agua para tomar muestras precisas. 
 
Para poder usar la sonda con Arduino se ha usado una placa de adaptación 
que se encargará de interpretar las mediciones llamada Dissolved Oxygen EZO 
Circuit (ver Fig. 4.15), fabricada también por Atlas Scientific. Las características 
principales de la placa se muestran en la tabla a continuación: 
 
Tabla4.5 Especificaciones Dissolved Oxygen EZO Circuit [19] 
 
Rango 0.01 – 35.99 mg/L 
Exactitud +/- 0.05 mg/L 
Max Ratio 1 lectura/s 
Sondas soportadas Cualquier sonda galvánica 
Temperatura y salinidad Si 
Voltaje Operacional 3.3V – 5V 
Formato datos ASCII 
 
30   Internet de las Cosas: una visión didáctica y experimental 
 
Fig.4.15 Dissolved Oxygen EZO Circuit [19] 
 
4.4.1 Interpretación de las lecturas  
 
El oxígeno disuelto tiene dos parámetros que nos interesan. El primero es el 
propio oxígeno disuelto (expresado en mg/L o ppm) y el segundo es el 
porcentaje de saturación. Mirando uno solo obtenemos una visión parcial de lo 
que está sucediendo. 
 
4.4.1.1 Mg/L 
 
Esta lectura nos dice literalmente cuanto oxígeno hay en el agua. Si tenemos 
una muestra en un vaso o la dividimos en dos, cada vaso tendrá exactamente 
la misma cantidad de oxígeno. Si calentamos un vaso y enfriamos el otro la 
cantidad de oxígeno disuelto no variará pero el porcentaje de saturación sí. 
 
 
 
Fig.4.16 División de la solución 
 
4.4.1.2 Porcentaje de saturación 
 
Suponiendo que el valor original de saturación es 84,38 % esto nos dice que 
más oxígeno puede ser disuelto en el agua. 
 
Si enfriamos uno de los vasos el porcentaje de saturación baja hasta 76,09% 
por que el agua fría puede contener más oxígeno que la caliente.  
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Si calentamos el agua vemos como el porcentaje de saturación sube hasta los 
92,86% por que el agua caliente contiene menos oxígeno que la fría. 
 
 
Fig.4.17 Comparación de temperaturas 
 
Si continuamos calentando el agua en algún punto llegara al 100% de 
porcentaje de saturación lo que provocara el decremento del oxígeno disuelto 
en el agua. 
 
Fig.4.18 Agua que ha pasado el 100% de saturación 
 
4.4.1.3 Presión y salinidad 
 
Estos dos factores también afectarán al porcentaje de saturación. Si baja la 
presión atmosférica, rápidamente decrecerá la habilidad del agua para 
mantener el oxígeno. En cuanto a la salinidad, el agua dulce contiene más 
oxígeno que la salada.  
4.4.2 Esquema de cableado y calibración 
 
Se ha seguido el esquema del modo UART8 para realizar el montaje que 
corresponde a la figura 4.19. En este modo la placa Arduino y la de adaptación 
se comunican a través de los pines digitales de Arduino (D2 y D3 en nuestro 
caso) con los pines TX y RX respectivamente de la placa EZO. Aunque en el 
esquema se ve como la placa se alimente desde el pin de 5 V en Arduino, en el 
sistema final se alimentará desde una línea de corriente proveniente del 
sistema de alimentación por placas solares. Por último están los pines PRB y 
PGND que estarán conectados a la entrada positiva y negativa de la sonda, 
aunque también es posible conectarlo con un adaptador BNC.   
 
                                            
8
 Siglas en inglés de Universal Asynchronous Receiver-Transmitter, es un modo que toma 
bytes de datos y transmite los bits individuales de forma secuencial. 
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La Placa EZO facilita mucho el proceso de calibración, simplemente tendremos 
que seguir estos tres pasos: 
 
1. Sacar el tapón de la sonda y dejarla reposar expuesta al aire hasta que 
las lecturas se estabilicen (5 – 30 seg). 
2. Calibrar usando el comando ‘cal’ desde el IDE de Arduino con el monitor 
serie. 
3. Cuando la calibración se haya completado, se deberían ver lecturas de 
aproximadamente 8.82 mg/L.  
   
Si no se tiene una placa de adaptación, la calibración se hace de forma manual 
usando líquidos con niveles de [OD] ya conocidos. El código de Arduino 
utilizado se puede ver en el Anexo III, apartado cuatro.  
 
 
 
Fig.4.19 Esquema circuito de adaptación para OD 
 
 
4.4.3 Análisis de los resultados  
 
Para entender los valores que leeremos en el capítulo cuatro, es importante 
tener una idea de los valores típicos de OD. En la siguiente tabla se resumen 
los distintos rangos: 
 
Tabla 4.6 – Rangos de concentración de oxígeno disuelto y consecuencias 
ecosistémicas frecuentes [19]. 
 
[OD] mg/L Condición Consecuencias 
0 Anoxia Muerte masiva de organismos aerobios 
0-5 Hipoxia Desaparición de organismos y especies 
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sensibles. 
5-8 Aceptable [OD] adecuada para la vida de la gran mayoría 
de organismos acuáticos. 
8-12 Buena  
>12 Sobresaturada Sistemas en plena producción fotosintética. 
 
Durante el día suelen encontrarse concentraciones mayores de OD cuando la 
fotosíntesis llega a sus mayores niveles luego del mediodía, mientras más 
bajas se registran durante la noche. También es posible observar variaciones 
estacionales.
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CAPÍTULO 5. Verificación del sistema 
 
5.1 Diagrama del sistema  
 
A continuación, se muestra la descripción modular del hardware del sistema.  
 
 
Fig.5.1 Diagrama del sistema completo 
 
 
5.2 Funcionamiento  
 
Analizados todos los parámetros configurables explicados en el capítulo uno se 
ha decidido utilizar los siguientes. El modo de transmisión escogido ha sido el 
1, por ser el modo con mayor sensibilidad. Los módulos envían en la banda de 
868 MHz y el canal 12, podemos usar cualquier canal desde el 10 al 17 
mientras nos aseguremos de que todos los módulos están en el mismo. La 
potencia está configurada al máximo en todos los módulos (14 dBm).     
 
Una vez montado el sistema y sumergido simplemente hay que apretar el botón 
de reset de la placa Arduino para que el módulo empiece a enviar. El 
transmisor está programado para enviar los valores cada 600 segundos (1 
hora). Se ha escogido este tiempo para tener una visión clara de cómo varían 
los datos durante un día pero sin gastar demasiada energía.   
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El sistema de recepción, como se ha explicado en el apartado de arquitectura 
de red, consta del Gateway LoRa (Arduino + shield + módulo LoRa) conectado 
a un ordenador con Windows y conexión a internet. Este, una vez tiene los 
datos, se encarga de subirlos a un servidor MySQL que se sincronizará con la 
aplicación online Power BI para mostrar los datos con gráficos (ver Fig.4.2).  
 
 
Fig.5.2 Sistema de recepción y reporte  
 
Los datos al ser captados por la placa Arduino, ésta los envía al ordenador por 
el puerto serie. Con un script de Python y la librería Pyserial es posible coger 
los datos entrando por el puerto serie. Una vez tenemos estos datos, con la 
librería MySQLdb de Python podemos establecer conexión entre el pc y la base 
de datos. El script está programado para que cada vez que recibe datos los 
inserte directamente a la base de datos MySQL. Para ver como se ha 
configurado ver Anexo II.2. 
 
Con los datos cargados en una BBDD lo siguiente que queremos es poder 
visualizarlos desde cualquier dispositivo con conexión a internet. Para 
conseguir esto se ha usado la aplicación de Business Intelligence Power BI, 
perteneciente a Microsoft. Las aplicaciones de BI son programas que se 
pueden sincronizar con bases de datos y permiten crear dashboards con ellos 
para visualizarlos de la mejor manera posible. El programa está configurado 
para sincronizarse con la base de datos dos veces al día, ya que en la versión 
gratuita el número de refrescos están limitados.  
 
Para ver los paneles con los gráficos online, el usuario debe ingresar en página 
oficial de Power BI, y acceder con el nombre de usuario y contraseña del 
creador del dashboard. Una vez tienes el acceso, los gráficos se pueden ver 
desde ordenadores, tabletas y smartphones.  
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5.3 Pruebas  
 
Primero se ha realizado una prueba para comprobar que el sistema de 
comunicaciones funciona correctamente, una vez estuvo validado, se ha hecho 
la prueba con el sistema completo. 
 
5.3.1 Validación del sistema de comunicaciones 
 
Para validar el sistema de comunicación se ha configurado un módulo emisor y 
otro receptor, ambos en modo 1 (sensibilidad de -134 dBm y BW de 125 kHz) y 
potencia ‘High’ (14 dBm). El objetivo es comprobar si hay una buena 
comunicación entre el lago Olla del rei y el edificio C4 del campus del Baix 
Llobregat, concretamente el laboratorio 325P.  
 
La intención no es hacer un estudio sobre los alcances de un módulo LoRa, ya 
que existen varios trabajos que estudian este aspecto [20][21], sino en analizar 
si en nuestro caso en concreto la comunicación se producirá sin problemas. La 
distancia entre la posición del sistema de recogida de datos y el receptor es de 
aproximadamente 165 metros (ver Fig. 5.3).  
 
 
Fig.5.3 Distancia entre emisor y receptor 
 
 
Para comprobar la intensidad de la señal recibida en el laboratorio nos 
fijaremos en el valor de RSSI del canal y en la relación señal-ruido. La librería 
arduinoLoRa.h de Libelium proporciona funciones que devuelven estos dos 
parámetros, dichas funciones son sx1272.getRSSI() y sx1272.getSNR() 
respectivamente.  Lo único que se tiene que hacer es poner las dos funciones 
en el código del receptor y ver el resultado por el monitor serie.  
 
El resultado obtenido ha sido un RSSI de -110 dB y una SNR de -18 dB. El 
nivel de señal es el esperado pero se observa una relación señal-ruido 
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bastante mala siendo una distancia tan corta, seguramente a causa de los 
edificios que bloquean la visibilidad directa. 
 
A parte de la calidad de la comunicación también se ha evaluado si el módulo 
ubicado en la EETAC recibe la información correctamente. El módulo receptor 
se ha conectado a un ordenador y con un script de Python se registran los 
datos en un bloc de notas. Los datos se envían cada 18 segundos y se 
guardan junto a su respectiva hora de recepción. El resultado de esta prueba 
se muestra a continuación (ver Fig. 5.4). 
 
 
Fig.5.4 Bloc de notas con las lecturas del Gateway 
 
5.3.2 Validación del sistema completo 
 
El sistema completo se ha probado con los módulos en las mismas ubicaciones 
que en apartado anterior, durante un día entero. Se ha dejado en el muelle del 
lago, enviando al edificio C4 del EETAC, funcionando de forma autónoma, 
desde las ocho de la mañana hasta las diez y media de la noche.  
 
Es importante decir que la prueba se ha realizado a finales de Agosto, ya que 
la mayoría de datos que captamos varían estacionalmente. Los datos recibos 
en el Gateway situado en el laboratorio de la EETAC se han subido 
directamente a la base de datos SQL (ver Fig. 5.4) mediante el script de 
Python. 
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 Fig.5.4 Tabla datos en la BBDD MySQL 
 
 
El Power BI está programado para sincronizarse con la BBDD a las 12:00 y a 
las 24:00. Aunque si queremos podemos hacer la sincronización manualmente 
en cualquier momento. Con las datos ya cargados, abrimos la página web 
oficial de Power Bi, introducimos nuestras credenciales y visualizamos los 
datos recogidos durante el día (ver Fig.5.5 y Fig.5.6). 
 
 
Fig.5.5 Captura de la web de Power BI 
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Fig.5.6 Captura de la web de Power BI 
 
 
Como se observa en las imágenes, los dashboards dan la opción de 
seleccionar un periodo de tiempo mediante un desplegable o un slicer. El 
programa ira cargando diariamente los datos recogidos por los sensores y 
automáticamente se podrán per los gráficos por días, meses o incluso años. 
Todos los elementos del dashboard son interactivos.  
 
La temperatura del lago esta aproximadamente a 25 grados centígrados 
durante todo el día. Es normal que no varíe prácticamente ya que es una gran 
masa de agua, aunque comparando estaciones seguro que difiere. Que este a 
esta temperatura es perfecto para la medición de la conductividad ya que como 
hemos visto la línea de calibración se traza a partir de soluciones a 25 Cº, por 
lo tanto la corrección que tendremos que hacer a los valores es mínima. Para 
comprobar que la lectura era correcta se ha comparado con un termómetro 
digital. 
 
El nivel del agua tampoco ha variado durante el día ya que no llovió en todo el 
día, era un día soleado. Para calcularlo se ha medio el nivel del agua con una 
cinta métrica, obteniendo un nivel de 85 cm, y se ha introducido el valor en el 
código de Arduino. 
 
Observando la concentración de oxígeno disuelto vemos que ha variado un 
poco durante el día como era de esperar. Al ser un lago las plantas acuáticas 
son abundantes y durante el día el OD crece a causa de la fotosíntesis de 
estas plantas alcanzando el pico de oxígeno a la puesta de sol. La fotosíntesis 
para por la noche pero las plantas y animales continúan respirando por lo que 
decrecerá el nivel de OD. Como se ha explicado en el apartado 3.3, el OD varia 
con la temperatura por lo que se esperan valores bajos en este mes del año 
(ver Fig. 5.7). 
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Fig.5.6 Variación de OD durante el año [19] 
 
El valor de la conductividad eléctrica se ha comprobado con un sensor digital 
de conductividad y TDS9 de la empresa china GHB [22].  El valor obtenido no 
ha variado en todo el día, aunque como hemos visto en el apartado 3.2, a 
medida que la temperatura cambie, o si hay algún tipo de problema en el 
ecosistema, el valor se alterará.  
  
 
5.4 Encapsulado 
 
Es importante hablar del encapsulado del sistema porque al ir sumergido en el 
agua y estar expuesto a los medios, hay que tener en cuenta el aislamiento 
necesario.  
 
Como aislamiento se ha escogido una caja estanca de PVC en forma 
rectangular con un hueco encima para la antena. En la parte inferior de la caja 
sale un tubo recto cilíndrico por donde bajarán los sensores hasta el agua.  
 
 
5.5 Estudio económico  
 
En este apartado se muestran los gastos económicos relacionados con el 
proyecto, el resultado incluye el coste íntegro de todos los materiales y 
software necesarios para realizar el prototipo. 
 
 
 
 
 
                                            
9
 Cantidad de sólidos que el agua conseva en suspensión después de diez minutos de 
asentamiento. 
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5.5.1 Coste del Material 
 
El material se ha dividido en tres partes. Primero se han contado los elementos 
necesarios para la comunicación LoRa, seguidamente el material para 
alimentar el sistema y por último los precios de cada sensor. Todos los 
programas utilizados en este proyecto son de Software libre por lo tanto no 
tienen costo alguno. Los enlaces de compra de cada elemento están en la 
bibliografía. Todos los precios en la Tabla 4.1 tienen el IVA incluido pero no lo 
gastos de envío ya que variarán en función de la procedencia del comprador. 
 
Tabla 5.1 Presupuesto del sistema completo 
 
Descripción Cantidad Precio unitario (€) Total (€) 
Waspmote LoRa 
SX1272 + Shield 
+ antena 
2 120 240 
Arduino 2  18 36 
Bateria 6600 mAh 1 30 30 
Placa Solar 1 50 50 
SparkFun Sunny 
Buddy 
1 30 30 
Sensor 
ultrasonidos 
1 99,95 99,95 
Sonda oxígeno 
disuelto + Placa 
de adaptación 
EZO 
1 257,45 257,45 
Sensor 
temperatura 
1 14,50 14,50 
Sonda 
conductividad 
1 40 40 
Total    797,90 
 
 
5.5.2 Costes indirectos 
 
Los gastos generales e impuestos no se contabilizan en el cose del proyecto ya 
que todo se desarrolla dentro de la infraestructura de la universidad. Esto 
implica que no se pueda extraer una parte del gasto del edificio donde se ha 
desarrollado el trabajo que sea atribuible al proyecto. Por el mismo motivo 
tampoco se pueden relacionar impuestos, ya que tanto los recursos humanos 
como los materiales se engloban dentro de la universidad. 
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CAPÍTULO 6. CONCLUSIONES 
 
Con el continuo crecimiento de la tecnología, las posibilidades que IoT va a 
ofrecer a la sociedad en el futuro cercano y lejano son enormes. El sistema de 
monitorización implementado cumple con el objetivo propuesto, que era tener 
los valores de los cuatro sensores accesibles desde el ordenador personal de 
forma sencilla, eficiente y económica.  
 
Utilizar un microcontrolador tan accesible como es el Arduino, facilitará la 
integración de todo tipo de sensores y actuadores. Se ha demostrado como la 
tecnología LoRa tiene mucho potencial en campo de las IoT gracias a su gran 
cobertura y bajo consumo. 
 
De acuerdo con lo planteado, se ha intentado explicar el funcionamiento del 
sistema de la forma más didáctica posible. Se ha explicado en tres bloques 
bien diferenciados (comunicación, alimentación o adquisición) para que a quien 
solo esté interesado en uno de ellos, también le sea de utilidad el proyecto. 
Con él se espera que sirva de ayuda a todas las personas con interés en la 
materia. 
 
El coste de implementación del sistema es menor al coste comercial de 
productos con similares prestaciones, con la ventaja de ofrecer un diseño 
modular y fácilmente ampliable para la medición de otras variables de interés, 
solo limitado por los sensores disponibles comercialmente. 
 
La realización de este proyecto también ha permitido conocer el servicio de 
postventa y el soporte que ofrece la empresa Libelium. En nuestro caso no ha 
sido satisfactorio. Libelium nos ha suministrado el módulo LoRa, su shield y 
cuatro sensores. Se han negado a facilitarnos los datasheets de los sensores, 
lo que ha entorpecido su proceso de integración en la plataforma Arduino. 
6.1 Líneas futuras 
 
De cara el futuro, se podrían mejorar varios aspectos del proyecto. Aunque con 
el sistema se han hecho pruebas de campo, los circuitos eléctricos están 
montados sobre placas de pruebas (protoboard), así que el siguiente paso 
sería hacer las conexiones en una placa de circuito impreso. El siguiente paso 
sería poner el sistema dentro del encapsulado mencionado en el apartado 5.4. 
 
También sería interesante incorporar más sensores al sistema como el de pH, 
TDS o la temperatura y humedad del exterior. Se pueden añadir tantos como 
pines hay en el Arduino, siempre y cuando se instale un sistema de 
alimentación suficientemente grande para suplir las necesidades energéticas 
de los sensores.   
 
Otra mejora podría ser hacer un circuito de adaptación para la sonda de 
oxígeno disuelto sin usar la placa EZO, haciendo esto el sistema será más 
económico, aunque aumentará la complejidad del hardware a desarrollar.  
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Finalmente, hay margen de mejora en la calidad de las medidas. Se puede 
mejorar la precisión de los sensores añadiendo circuitos con amplificadores 
operacionales para reducir el rango de medida y mejorar la resolución. Las 
calibraciones manuales también se pueden hacer más precisas en un futuro 
usando más soluciones.  
 
6.2 Impacto Ambiental 
 
Este proyecto es beneficioso para el medio ambiente y para los ecosistemas. Al 
usar energía solar para funcionar, los módulos no perjudican el medio ambiente 
de ninguna forma. El ordenador que recibe los datos sí que estará conectado a 
la corriente pero su consumo será mínimo.  
 
Los ecosistemas también saldrán beneficiados porque con este sistema se 
podrán hacer estudios de larga duración, incluso de años con el correcto 
mantenimiento. También ahorra gran cantidad de tiempo al usuario, evitando 
viajes innecesarios para tomar muestras. 
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ANEXOS 
 
Los anexos constituyen una parte importante de este proyecto ya que se ha 
invertido gran parte del tiempo en el desarrollo de los códigos que se verán a 
continuación. Se mostrará como configurar cada parte del sistema, junto a todo 
al código usado, para ayudar a comprender mejor el funcionamiento del 
sistema o incluso como punto de partida para alguien que quiera seguir con 
esta línea de investigación. 
 
El anexo está dividido en cuatro apartados, en el primero se explicará la 
configuración del módulo transmisor, seguidamente de la configuración del 
Gateway LoRa, luego el código para usar cada sensor individualmente y por 
último el código completo del proyecto.  
 
I Configuración de los nodos transmisores  
 
Como se ha comentado en el capítulo uno los nodos transmisores están 
formados por una placa Arduino, un shield y el transceptor LoRa. Para la 
configuración se ha usado el IDE de Arduino. Se necesita tener instaladas tres 
librerías, dos librerías creadas por Libelium y una estándar de Arduino.  
 
 ArduinoMultiprotocol.h: Sincroniza la placa Arduino con el shield de 
Libelium (ver Fig. 1.5). 
 
 arduinoLoRa.h: Se encarga de controlar el transceptor LoRa. La librería 
se encuentra en la web oficial de Libelium y es necesario hacer una 
modificación en el archivo arduinoLoRa.cpp para que funcione 
correctamente. Es necesario sustituir la línea #include “../Arduino-
api/SPI.h” por #include <SPI.h>. 
 
 SPI.h: Librería necesaria para realizar la comunicación entre varios 
microcontroladores. Se encarga de hacer la comunicación más rápida y 
asigna a un dispositivo la etiqueta de master para encargar-se de 
controlar los otros. 
 
 
 Una vez instaladas ya se puede cargar el código que se ve a continuación: 
 
#include <Wire.h> 
#include <arduinoClasses.h> 
#include <arduinoMultiprotocol.h> 
#include <arduinoUART.h> 
#include <arduinoUtils.h> 
#include <arduinoLoRa.h> 
#include <SPI.h> 
 
int e; 
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char message1 [60]; 
float temp; 
 
 
 
void setup() 
{ 
  // Abrimos Puerto serie: 
  Serial.begin(9600); 
   
  // Enciendo el módulo  
  sx1272.ON(); 
 Serial.print(F("Setting power ON: state ")); 
  Serial.println(e, DEC); 
   
  // Establezco el modo de transmisión 
  e = sx1272.setMode(1); 
  Serial.println(F("Setting Mode: state ")); 
 Serial.println(e, DEC); 
 
  // Selecciono potencia de salida (Max, High o Low) 
  e = sx1272.setPower('H'); 
  Serial.println(F("Setting Power: state ")); 
 Serial.println(e, DEC); 
   
  // Establezco dirección del nodo 
  e = sx1272.setNodeAddress(2); 
  Serial.println(F("Setting node address: state ")); 
  Serial.println(e, DEC); 
   
  Serial.println(F("SX1272 successfully configured")); 
  Serial.println(); 
} 
 
void loop(void) 
{ 
    
  sprintf(message2,"Temperatura: %s \r\n",message1); 
 e = sx1272.sendPacketTimeout(1, message2);  
 Serial.println(message2); 
 Serial.print(F("Packet sent, state ")); 
 Serial.println(e, DEC);  
 
  delay(10000); 
}  
 
 
La función sendPacketTimeout se encarga de enviar al paquete a la dirección 
indicada en el primer campo del parentesis. Si la dirección es 0 el paquete se 
enviará en broadcast. Si quisiéramos una confirmación ACK del receptor o ACK 
+ reintentos simplemente se tiene que cambiar la función de enviar por 
sendPacketTimeoutACK y setRetries respectivamente. 
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II Configuración del Gateway LoRa 
 
El Gateway LoRa se encarga de recoger los datos de los nodos y tratarlos para 
mostrarlos al usuario. Este apartado se dividirá en tres partes, la recepción de 
los datos, la carga a una base de datos y por último la muestra al usuario con 
una aplicación de Business Intelligence.  
 
II.1 Receptor LoRa 
 
El código del receptor es similar al del transmisor, sobretodo en la parte de la 
configuración de paramentos. Para recibir los datos es necesario usar la 
función de recievePacketTimeout(), incluida en la librería arduinoLoRa.h. Si 
quisiéramos la comunicación con ACK deberíamos cambiar la función por 
receivePacketTimeoutACK. El código del receptor es el siguiente: 
 
#include <Wire.h> 
#include <arduinoClasses.h> 
#include <arduinoMultiprotocol.h> 
#include <arduinoUART.h> 
#include <arduinoUtils.h> 
#include <arduinoLoRa.h> 
#include <SPI.h> 
 
int e; 
char my_packet[100]; 
 
void setup() 
{ 
  // Abrimos Puerto serie: 
  Serial.begin(9600); 
   
  // Enciendo el módulo  
  sx1272.ON(); 
 Serial.print(F("Setting power ON: state ")); 
  Serial.println(e, DEC); 
   
  // Establezco el modo de transmisión 
  e = sx1272.setMode(1); 
  Serial.println(F("Setting Mode: state ")); 
 Serial.println(e, DEC); 
 
  // Selecciono potencia de salida (Max, High o Low) 
  e = sx1272.setPower('H'); 
  Serial.println(F("Setting Power: state ")); 
 Serial.println(e, DEC); 
   
  // Establezco dirección del nodo 
  e = sx1272.setNodeAddress(1); 
  Serial.println(F("Setting node address: state ")); 
  Serial.println(e, DEC); 
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  Serial.println(F("SX1272 successfully configured")); 
  Serial.println(); 
} 
 
void loop(void) 
{ 
  // Recibimos el mensaje 
  e = sx1272.receivePacketTimeout(10000); 
  if ( e == 0 ) 
  { 
    Serial.print(F("Receive packet, state ")); 
    Serial.println(e, DEC); 
 
    for (unsigned int i = 0; i < sx1272.packet_received.length; i++) 
    { 
      my_packet[i] = (char)sx1272.packet_received.data[i]; 
    } 
    Serial.println(my_packet); 
  } 
  else { 
    Serial.print(F("Receive packet, state ")); 
    Serial.println(e, DEC); 
  } 
} 
 
II.2 Inserción de los datos en la BBDD 
 
Para guardar un historial de los datos y poder hacer estudios con el tiempo, la 
mejor forma de almacenarlos es una base de datos. Concretamente se ha 
escogido una base de datos MySQL, a la cual se cargarán datos desde el 
puerto serie con un script de Python. Como se ha comentado en el capítulo de 
LoRa el Gateway está conectado a un ordenador Windows, cosa que facilita 
mucho la tarea de acceder a internet.  
 
Los datos de los nodos son captados por la antena y leído por el puerto serie 
del ordenador. Con la ayuda de dos librerías de Python podemos leer esta 
información del puerto serie y subirla cada cierto tiempo a la BBDD. Es 
recomendable usar la versión de Python 2.7.13 de 32 bits ya que las librerías 
no están disponibles en 64 bits. Las librerías necesarias son: 
 
 Pyserial-2.7: Otorga acceso a la información del puerto serie.  
 
 MySQLdb-1.2.4: Librería compatible con MySQL que provee a Python 
una API de bases de datos. 
 
Una vez se han instalado las librerías ya se puede aplicar el script. Este script 
se debe activar desde el terminal cada vez que queramos dejar el ordenador 
“escuchando”. 
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# -*- coding: utf-8 -*- 
from __future__ import print_function 
import serial 
import os 
import sys 
import json 
import MySQLdb 
from datetime import datetime 
 
#Estableciendo conexión con la base de datos. 
 
dbConn = MySQLdb.connect("localhost","root","","sensor") or die ("No ha sido posible 
conectar con la DB") 
 
ser = serial.Serial('COM4', 9600, timeout=100) 
 
print ("Escuchando..") 
 
while True: 
 
    cursor = dbConn.cursor() 
    msg=ser.readline().strip('\r\n') 
    pieces=msg.split("\t") 
  
    dts=datetime.utcnow().isoformat() 
    dtsStr=str(dts) 
 
    cursor.execute("INSERT INTO datos (hora,temperatura,conductividad,nivel,oxigeno)     
VALUES (%s, %s, %s, %s, %s)", (dtsStr,pieces[0],pieces[1],pieces[2],pieces[3])) 
    dbConn.commit() #commit the insert 
    cursor.close()  #close the cursor 
 
ser.close() 
 
Con el bucle creado, el script escucha continuamente el puerto serie y cada vez 
que reciba algún dato se insertará en la tabla de la base de datos.  
 
Si se desea crear la base de datos y las tablas como localhost antes de tener 
un servidor dedicado, en Windows se puede hacer con el programa XAMPP 
definido en el apartado de Software. 
  
 
Fig.II.1 Panel de control de XAMPP 
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Para guardar los datos se ha creado una tabla llamada ‘datos’, con cinco 
columnas de tipo varchar y cotejamiento utf8_general_ci. La columna hora 
recibe la hora cada vez que se cargan datos gracias a la funcionalidad datetime 
de Python. Las otras cuatro columnas corresponden a los datos de cada 
sensor. 
 
 
Fig.II.2 Tabla ‘datos’ de MySQL 
 
 
II.3 Visualización de los datos con PowerBI 
 
El primer paso es descargar el programa de la página oficial de Microsoft. Este 
programa de escritorio estará sincronizado con la web de PowerBI a través de 
una cuenta Microsoft previamente creada. 
 
Para sincronizar la base de datos con el programa de business intelligence es 
necesario descargar el conector ODBC10 de la página oficial de MySQL. La 
manera más fácil es descargar el instalador .msi de 32 o 64 bits según 
corresponda. Una vez ya está instalado el conector, abrimos el Administrador 
de origen de datos -> DSN de sistema -> Agregar… y creamos una conexión 
nueva con un controlador Unicode Driver y añadiendo los datos de nuestra DB 
(ver Fig. III.3). 
 
 
Fig.II.3 Administrador de conexiones OBDC 
 
                                            
10
 Driver de bases de datos MySQL para plataformas Windows, Linux, Mac OS X y Unix. 
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Al abrir el programa de Power BI lo primero se ha de hacer es sincronizarlo con 
la base de datos mediante la conexión que hemos creado en el paso anterior. 
Le damos a la pestaña de Get Data -> ODBC -> Connect (ver Fig.III.4). 
 
 
Fig.II.4 Configuración conexión OBDC en PowerBI 
 
A continuación verás las bases de datos disponibles y podrás sincronizarla (ver 
Fig.II.5). 
 
 
Fig.II.5 Captura de la web de Power BI 
 
 
Una vez esté finalizado el proceso de configuración, ya podemos crear gráficos 
a nuestro gusto y publicarlos (dando al botón publish en la pestaña share) en la 
plataforma web para que sean accesibles desde todos los dispositivos. 
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III. Código para la utilización de los sensores 
 
En este anexo se mostrará el código para utilizar cada sensor individualmente. 
El objetivo de este anexo es que cualquier persona pueda montar su propio 
sistema con únicamente los sensores que le interesen.  
 
III.1 Sensor de temperatura 
 
Para leer la temperatura hay que seguir tres pasos básicamente. Leer la 
entrada analógica, normalizar los valores de voltaje para que queden entre 0 V 
y 5 V, y por último hacer los cálculos para transformar el voltaje en temperatura 
partiendo de la expresión del apartado 3.1. 
 
void setup() 
{ 
  // Open serial communications and wait for port to open: 
  Serial.begin(9600); 
  
} 
void loop(void) 
{ 
  float val = analogRead(A0); 
  float val2 = (val*5)/(1024); 
  Rs = (1000*val2)/(5-val2); 
  temp = (Rs - 1000)/(1000*0.00385);  
  float temp2 = ((temp-5.771)/0.9857); 
  Serial.print(temp2); 
  Serial.println("ºC"); 
  
  delay(1000); 
 
} 
 
III.2 Sonda de conductividad eléctrica  
 
Para enviar el pulso a la sonda, lo primero que se tiene que hacer es asignar 
un pin como salida, en nuestro caso el 13. Una vez entra en el bucle, el pin se 
pone en estado ‘High’ 20 ms y en ese momento se hace la lectura. 
Seguidamente se normaliza el valor del voltaje y según en qué intervalo de la 
recta de calibración se encuentre se realizará un cálculo u otro.  
 
float condVal; 
float ec; 
 void setup() { 
   Serial.begin(9600);  
   pinMode(13, OUTPUT); 
    
 } 
  
 void loop() {  
   digitalWrite(13, HIGH);  
   condVal = analogRead(A0); 
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   delay(20); 
   digitalWrite(13, LOW);    
   float voltage = condVal*(5.0/1023.0); //Calculo de la conductividad relativa 
 
   if(voltage <= 0.72){ 
    ec=0; 
   } 
   else if((voltage > 0.72) && (voltage <= 2.81)){ 
    ec= ((voltage - 0.587901)/0.0015726); 
   ec25 = ec/(1+0.019*(temp2-25)); 
   } 
   else ((voltage > 2.81)&&(voltage <= 4.77));{ 
    ec=((voltage - 2.38955)/0.000297556); 
    ec25 = ec/(1+0.019*(temp2-25)); 
   } 
  // Serial.println(voltage); 
   Serial.print(ec); 
   delay(1000);  
 } 
 
III.3 Sensor de ultrasonidos 
 
Para usar el sensor de ultrasonidos no es necesario el uso de ninguna librería 
ni hacer ningún tipo de calibración. Para medir el nivel del agua del rio es 
necesario medir previamente la distancia entre el suelo y el sensor, y poner 
esta medida en el código como variable Y. 
 
const int anPin = 1; 
long anVolt, cm; 
float Y = x; //distancia del suelo al sensor  
 
void setup() { 
  Serial.begin(9600); 
} 
 
void loop() { 
  { 
    //Lee la señal analógica enviada por el XL-MaxSonar device. 
    //El factor de escalas es (Vcc/1024) por centímetro.  
 
    anVolt = analogRead(anPin); // Rango estándar para sensores. 
  }   
  cm = anVolt; 
  nivel = y – cm; 
  Serial.print(nivel); 
  Serial.print("cm"); 
  Serial.println(); 
  delay(100); 
} 
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III.4 Sonda de oxígeno disuelto 
 
Para usar este código habrá que instalar la librería SoftwareSerial.h, necesaria 
para la comunicación UART. El código para el funcionamiento de esta sonda es 
más complejo que los demás, así que se ha comentado cada línea de código 
para  que resulte fácil su comprensión. 
 
#include <SoftwareSerial.h>              //Incluimos la librería 
#define rx 2                                          //Se define lo que será el pin rx 
#define tx 3                                          // Se define lo que será el pin tx 
 
SoftwareSerial myserial(rx, tx);                //Definimos como trabajará el SoftwareSerial. 
 
 
String inputstring = "";                              //String para guardar los datos provenientes del PC 
String sensorstring = "";                      // String para guardar los datos provenientes del EZO 
boolean input_string_complete = false;                //Hemos recibido todos los datos del pc 
boolean sensor_string_complete = false;               //Hemos recibido todos los datos del EZO 
float DO;                                             //Usado para mantener el valor del OD 
 
 
void setup() {                                         
  Serial.begin(9600);                                  
  myserial.begin(9600);                                
  inputstring.reserve(10);                            //Reserva bytes para recoger los datos del PC 
  sensorstring.reserve(30);                           //Reserva bytes para recoger los datos del EZO 
} 
 
 
void serialEvent() {                                  //Si el Puerto serie_0 recibe un char  
  inputstring = Serial.readStringUntil(13);            
  input_string_complete = true;                       //Establece el flag para decir si hemos recibido el 
string completo del PC  
} 
 
 
void loop() {                                          
 
  if (input_string_complete){                          
    myserial.print(inputstring);                      //Envia un string al EZO 
    myserial.print('\r');                             //añade un <CR> al final del string  
    inputstring = "";                                 //despeja el sting 
    input_string_complete = false;                    //resetea el flag 
  } 
 
  if (myserial.available() > 0) {                     //Si EZO ha enviado un caracter 
    char inchar = (char)myserial.read();              //Obtener el char que acabamos de recibir 
    sensorstring += inchar;                           //añadir el char a la variable sensorstring 
    if (inchar == '\r') {                             //Si el caracter es un <CR> 
      sensor_string_complete = true;                  //establece el flag 
    } 
  } 
 
 
  if (sensor_string_complete== true) {                //Si el string de EZO se ha recibido enteramente  
    Serial.println(sensorstring);                     //Mostrar string por monitor serie 
    /*                                                //Descomenta esta sección para ver como convertir las 
lecturas de string a float  
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    if (isdigit(sensorstring[0])) {                   //Si el primer character del string es un cifra  
      DO = sensorstring.toFloat();                    //Convierte un string en float 
      if (DO >= 6.0) {                                //Si el OD es mayor o igual a 6 
        Serial.println("high");                       //Printando “high” demuestra que el Arduino está 
evaluando el OD como un número y no un string 
      } 
      if (DO <= 5.99) {                               // Si el OD es mayor o igual a 5.99 
        Serial.println("low");                        // Printando “low” demuestra que el Arduino está 
evaluando el OD como un número y no un string 
 
      } 
    } 
    */ 
    sensorstring = "";                                //borra el valor del string 
    sensor_string_complete = false;                   //resetea el flag 
  } 
} 
 
IV. Código del sistema completo 
 
A la hora de desarrollar el código del sistema hay un par de cosas que se han 
tenido en cuenta a diferencia de los códigos en el Anexo III. Como la 
conductividad eléctrica es dependiente de la temperatura, la medida del sensor 
de EC se compensa usando el valor captado por el sensor de temperatura.  
 
Para poder usar la función de transmisión de LoRa sendPacketTimeout(), la 
variable enviada debe ser un char. Pero como hemos visto para hacer los 
cálculos previos necesitamos tener los valores en float, por lo tanto será 
necesario usar la función dtostrf() para hacer la conversión.  
 
Los cuatro valores se juntan en una variable con la función sprintf() antes de 
ser transmitidos, de esta manera hay un ahorro considerable de energía. Entre 
cada lectura hay un segundo de desfase y el paquete completo se envía una 
vez a la hora.  
 
#include <Wire.h> 
 
#include <arduinoLoRa.h> 
#include <SoftwareSerial.h>               
#include <arduinoClasses.h> 
#include <arduinoMultiprotocol.h> 
#include <arduinoUART.h> 
#include <arduinoUtils.h> 
#include <arduinoLoRa.h> 
#include <SPI.h> 
 
#define rx 2                                           
#define tx 3    
 
SoftwareSerial myserial(rx, tx);        
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String inputstring = "";                              //String para guardar los datos provenientes 
del PC 
String sensorstring = "";                      // String para guardar los datos provenientes del 
EZO 
boolean input_string_complete = false;                //Hemos recibido todos los datos del 
pc 
boolean sensor_string_complete = false;               //Hemos recibido todos los datos del 
EZO 
float DO;                                              
                                       
int e; 
 
char message1 [100]; 
char message2 [100]; 
char message3 [100]; 
char message4 [100]; 
 
float condVal; 
float ec; 
float ec25; 
 
const int anPin = 2; 
long anVolt, cm; 
 
 
void setup() 
{ 
  // Open serial communications and wait for port to open: 
  Serial.begin(9600); 
  myserial.begin(9600); 
  inputstring.reserve(10);                            //Reserva bytes para recoger los datos del 
PC 
  sensorstring.reserve(30);                           //Reserva bytes para recoger los datos del 
EZO 
                                 
   pinMode(13, OUTPUT); 
 
  // Power ON the module 
  sx1272.ON(); 
 Serial.print(F("Setting power ON: state ")); 
  Serial.println(e, DEC); 
   
  // Set transmission mode and print the result 
  e = sx1272.setMode(1); 
  Serial.println(F("Setting Mode: state ")); 
 Serial.println(e, DEC); 
/* 
    // Set header 
  e = sx1272.setHeaderON(); 
  Serial.print(F("Setting Header ON: state ")); 
  Serial.println(e, DEC); 
  */ 
  // Select frequency channel 
  e = sx1272.setChannel(CH_12_868); 
  Serial.println(F("Setting Channel: state ")); 
58   Internet de las Cosas: una visión didáctica y experimental 
  Serial.println(e, DEC); 
/* 
    // Set CRC 
  e = sx1272.setCRC_ON(); 
  Serial.print(F("Setting CRC ON: state ")); 
  Serial.println(e, DEC); 
  */ 
   
  // Select output power (Max, High or Low) 
  e = sx1272.setPower('H'); 
  Serial.println(F("Setting Power: state ")); 
 Serial.println(e, DEC); 
   
  // Set the node address and print the result 
  e = sx1272.setNodeAddress(2); 
  Serial.println(F("Setting node address: state ")); 
  Serial.println(e, DEC); 
   
  // Print a success message 
 Serial.println(F("SX1272 successfully configured")); 
  Serial.println(); 
} 
 
void serialEvent() {                                  //Si el Puerto serie_0 recibe un char  
  inputstring = Serial.readStringUntil(13);            
  input_string_complete = true;                       //Establece el flag para decir si hemos 
recibido el string completo del PC  
} 
 
void loop(void) 
{ 
  float val = analogRead(A1); 
  float val2 = (val*5)/(1024); 
  float Rs = (1000*val2)/(5-val2); 
  float temp = (Rs - 1000)/(1000*0.00385);  
  float temp2 = ((temp-5.771)/0.9857); 
 
  dtostrf(temp2,5,2,message1); 
  Serial.println(message1); 
  delay(1000); 
 
//---------EC ----------- 
 
   digitalWrite(13, HIGH);  
   condVal = analogRead(A0); 
   delay(20); 
   digitalWrite(13, LOW);    
   float voltage = condVal*(5.0/1023.0); //Calculo de la conductividad relativa 
    
   if(voltage <= 0.72){ 
    ec=0; 
   } 
   else if((voltage > 0.72) && (voltage <= 2.81)){ 
    ec= ((voltage - 0.587901)/0.0015726); 
    ec25 = ec/(1+0.019*(temp2-25)); 
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   } 
   else((voltage > 2.81)&&(voltage <= 4.77));{ 
    ec=((voltage - 2.38955)/0.000297556); 
    ec25 = ec/(1+0.019*(temp2-25)); 
   } 
    dtostrf(ec25,5,2,message2); 
   //sprintf(message2,"Conductividad: %i mg/L \r\n",ec); 
  //sprintf(message1,"%i",temp); 
   
   Serial.println(message2); 
   delay(1000); 
 
   //----- Nivel del agua 
    
   anVolt = analogRead(anPin); // this is for the standard range sensors 
   nivel= y - anVolt; // Siendo y la distancia entre el sensor y el suelo 
   //sprintf(message3,"Nivel del agua: %i cm \r\n",anVolt); 
   dtostrf(nivel,5,2,message3); 
   Serial.println(message3); 
 
   delay(1000);  
 
   //--------OD 
 
   if (input_string_complete){                          
    myserial.print(inputstring);                      //Envia un string al EZO 
    myserial.print('\r');                             //añade un <CR> al final del string  
    inputstring = "";                                 //despeja el sting 
    input_string_complete = false;                    //resetea el flag 
  } 
 
  if (myserial.available() > 0) {                     //Si EZO ha enviado un caracter 
    char inchar = (char)myserial.read();              //Obtener el char que acabamos de 
recibir 
    sensorstring += inchar;                           //añadir el char a la variable sensorstring 
    if (inchar == '\r') {                             //Si el caracter es un <CR> 
      sensor_string_complete = true;                  //establece el flag 
    } 
  } 
  if (sensor_string_complete== true) {                //Si el string de EZO se ha recibido 
enteramente  
    dtostrf(sensorstring,5,2,message4); 
    Serial.println(sensorstring);                     //Mostrar string por monitor serie 
  
    sensorstring = "";                                //borra el valor del string 
    sensor_string_complete = false;                   //resetea el flag 
  } 
   
 sprintf(message5,"%s \t%s \t%s \t%s", message1, message2, message3, message4); 
 Serial.println(message5); 
 e = sx1272.sendPacketTimeout(1, message5);  
 Serial.println(message2); 
 Serial.print(F("Packet sent, state ")); 
 Serial.println(e, DEC);  
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 delay(3600000); //ms; Envía los datos cada hora 
} 
 
 
 
 
 
 
 
