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Naslov: Orodje za analizo komunikacijskega protokola FlexRay
Avtor: Oton Pavlicˇ
V sodelovanju s podjetjem iSYSTEM Labs d. o. o. je bil izdelan proto-
tip orodja za analizo avtomobilskega komunikacijskega protokola FlexRay.
Orodje je zasnovano kot dodatek analizatorju vgrajenih sistemov iSYSTEM
BlueBox, s tem pa omogocˇa cˇasovno korelacijo med prometom na komu-
nikacijskem kanalu in izvajanjem kode na vgrajeni centralni procesni enoti.
Prototip je bil izdelan z uporabo mikrokrmilnika TriCore TC399 proizvajalca
Infineon, ki ima vgrajena dva E-Ray FlexRay krmilnika proizvajalca Bosch.
Za pisanje in razhrosˇcˇevanje kode v programskem jeziku C je bilo uporabljeno
orodje iSYSTEM BlueBox s programsko opremo WinIDEA.
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A prototype of a FlexRay automotive communication protocol analysis tool
has been constructed in cooperation with iSYSTEM Labs d. o. o. The tool is
designed as and add-on to the iSYSTEM BlueBox embedded systems anal-
yser and debugger, enabling time-correlation between traffic on the communi-
cation channel and the execution of code on an embedded central processing
unit. The prototype was constructed using an Infineon TriCore TC399 mi-
crocontroller, which integrates the Bosch E-Ray FlexRay controller. The
iSYSTEM BlueBox debugger and WinIDEA software were used for the writ-
ing and debugging of code, written in the C programming language.





V podjetju iSYSTEM Labs d.o.o. (v nadaljevanju iSYSTEM) se ukvarjamo
z razvojem orodij za testiranje in razhrosˇcˇevanje vgrajenih sistemov. Nasˇ
glavni izdelek je iSYSTEM BlueBox, razvojno orodje za analizo vgrajenih
sistemov [37]. Njegova osnovna naloga je razhrosˇcˇevanje in cˇasovna analiza iz-
vajanja vgrajenih aplikacij, nanj pa je mozˇno s pomocˇjo internega omrezˇnega
protokola FNET [2] prikljucˇiti periferne module, ki orodju omogocˇijo dodatne
funkcionalnosti. Modul IOM6 CAN/LIN [22] sluzˇi za analizo avtomobilskih
komunikacijskih protokolov CAN (ang. Controller Area Network) [34] in
LIN (ang. Local Interconnect Network) [30], modul IOM6 ADIO [19] pa za
analizo komunikacijskega protokola I2C [33] ter stanj analognih in digitalnih
signalov. Protokol CAN je v avtomobilski industriji stalnica zˇe od konca
20. stoletja, protokol LIN pa od zacˇetka 21. stoletja, oba pa sta zaradi ro-
bustnosti in enostavnosti trenutno najbolj razsˇirjena [26]. V zadnjih letih
se je pojavila potreba po novih komunikacijskih protokolih z vecˇjo hitrostjo
prenosa podatkov in zanesljivostjo [31].
Eden izmed protokolov, ki je bil razvit z namenom zadostitve tem potre-
bam, je protokol FlexRay [7], za katerega v podjetju sˇe nimamo razvitega
posebnega orodja za analizo. Zato smo se v okviru diplomskega dela posvetili
delovanju fizicˇne in povezovalne plasti komunikacijskega protokola FlexRay
po referencˇnem modelu ISO/OSI, raziskali kompleksnost razlicˇnih pristopov
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Zacˇetek protokola FlexRay sega v leto 2000, ko je bil ustanovljen FlexRay
konzorcij (ang. FlexRay Consortium) na pobudo podjetij DaimlerChrysler,
BMW, Motorola in Philips [25]. Cilj konzorcija je bil razvoj determini-
sticˇnega komunikacijskega standarda, tolerantnega do napak, ki bi ga lahko
uporabljali vsi cˇlani konzorcija brez placˇila licence1 [4, 25].
Tekom obstoja je konzorcij vkljucˇeval cˇlane kot so Bosch, General Motors,
Ford in druge. Leta 2005 je bila definirana FlexRay specifikacija V2.1, istega
leta pa so na trg priˇsla prva razvojna orodja. FlexRay je bil prvicˇ uporabljen
v produkcijskem vozilu leta 2006, ko ga je BMW uporabil v sistemu vzmete-
nja avtomobilov serije X5 [25]. Sˇtiri leta kasneje je BMW v svoje avtomobile
serije 5 vgrajeval FlexRay omrezˇja, ki so vsebovala do 17 vozliˇscˇ [10].
Leta 2010 je bila objavljena verzija 3.0.1, zadnja s strani konzorcija, ki
je zatem prenehal z delovanjem, specifikacija protokola pa se je prenesla v
standard ISO 17458 [4]. Prihodnost protokola je negotova, saj se proizvajalci
nagibajo k uporabi starejˇsih in preizkusˇenih komunikacijskih protokolov, kot
sta CAN in LIN, v zadnjih letih pa tudi Ethernet, ki podpira bistveno viˇsje
1Licenca za izdelavo integriranih vezij, ki uporabljajo protokol CAN, stane 10200 EUR
za prvih 100000 prodanih izdelkov, nato pa 2% cene izdelka [6]
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hitrosti od FlexRay, prav tako pa je preizkusˇena tehnologija z visoko stopnjo
podpore v celotni informacijski industriji [10].
2.2 Osnovni koncepti
Slika 2.1: FlexRay komunikacijski cikel.
FlexRay je avtomobilski omrezˇni komunikacijski protokol, ki je bil razvit
zaradi potrebe po bolj zanesljivem in hitrejˇsem protokolu od CAN [1]. Je de-
terministicˇen, toleranten do napak, podpira pa hitrosti do 10Mb/s z uporabo
enega komunikacijskega kanala, z uporabo dveh komunikacijskih kanalov pa
se lahko hitrost prenosa povecˇa na 20Mb/s [1, 7]. Glavna lastnost, ki ga
razlikuje od protokolov CAN in LIN, je cˇasovni determinizem, saj z uporabo
sheme TDMA2 (ang. Time Division Multiple Access) vsakemu sporocˇilu za-
gotovi prost komunikacijski kanal. To sicer zmanjˇsa fleksibilnost in povecˇa
kompleksnost skalabilnosti sistema, vendar omogocˇi vecˇjo zanesljivost, za-
radi katere je protokol primeren za kriticˇne naloge v avtomobilskem okolju
(upravljanje z zavorami, volanom, varnostnimi sistemi) [1, 4].
Osnovni element protokola komunikacije je komunikacijski cikel, prika-
zan na sliki 2.1, ki je razdeljen na staticˇni in dinamicˇni del. Komunikacijski
cikel vsebuje tudi okno za simbole in cˇas NIT (ang. Network Idle Time).
Nujno potrebna sta le staticˇni segment in NIT, okno za simbole in dinamicˇni
2Metoda za urejanje dostopa do komunikacijskega kanala, pri kateri vsako vozliˇscˇe v
omrezˇju oddaja le v dolocˇenih cˇasovnih odsekih fiksne dolzˇine. Neporabljen cˇas oddajanja
v cˇasovnem odseku ostane neizkoriˇscˇen.
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segment pa sta lahko izpusˇcˇena [4]. Zaporedje dogodkov znotraj komunikacij-
skega cikla je strogo definirano, dolocˇi pa ga nacˇrtovalec omrezˇja. Posamezna
vozliˇscˇa se morajo zavedati celotne konfiguracije omrezˇja, zaradi cˇesar je ob
dodajanju ali odstranjevanju vozliˇscˇ v omrezˇju potrebno posodobiti informa-
cije o konfiguraciji na vseh ostalih vozliˇscˇih. Tako mehanizmi za samodejno
odkrivanje in prilagajanje naprav ob priklopu na omrezˇje niso potrebni, s tem
pa se povecˇa zanesljivost celotnega sistema [1]. Dolzˇina odsekov se v proto-
kolu FlexRay meri v enotah MT (ang. macrotick), ki so obicˇajno enake 1µs
[1], maksimalna dolzˇina komunikacijskega cikla pa je 16000MT [9].
V staticˇnem segmentu se uposˇteva strog TDMA, vsak posˇiljatelj ima do-
deljen fiksen cˇasoven okvir, znotraj katerega lahko posˇilja podatke. Vsako
vozliˇscˇe v vlogi posˇiljatelja ima tako zagotovljen prost komunikacijski kanal
v svojem cˇasovnem okvirju, kar zagotavlja zanesljivost [3]. Staticˇni segment
je razdeljen na vecˇ cˇasovnih odsekov enake dolzˇine, njihovo sˇtevilo pa je vna-
prej definirano. Vsakemu odseku pripada podatkovni okvir z enolicˇno identi-
fikacijsko sˇtevilko, posamezno vozliˇscˇe pa ima lahko dodeljenih vecˇ cˇasovnih
odsekov. Konfiguracija celotnega omrezˇja je znana vsem vozliˇscˇem, iz iden-
tifikacijske sˇtevilke okvirja pa je razvidno, katero vozliˇscˇe je posˇiljalo v tem
cˇasovnem odseku [4]. V primeru, da vozliˇscˇe preneha s posˇiljanjem podat-
kov, ostanejo njegovi cˇasovni odseki neizkoriˇscˇeni [1]. Podatkovni okvirji
staticˇnega segmenta se uporabljajo tudi za namene cˇasovne sinhronizacije
vozliˇscˇ, za kar sta potrebni vsaj dve vozliˇscˇi. Posledicˇno mora staticˇni se-
gment vsebovati vsaj dva cˇasovna okvirja, dodeljena dvema vozliˇscˇema [4].
V dinamicˇnem segmentu komunikacija poteka po principu FTDMA3 (ang.
Flexible Time Division Multiple Access), ki je zasnovano na principu TDMA,
le da posamezni cˇasovni segmenti niso fiksne dolzˇine. Celotna dolzˇina sta-
ticˇnega segmenta je sˇe vedno fiksna, da se zadosti potrebam cˇasovne deter-
ministicˇnosti celotnega komunikacijskega cikla [4]. Posamezna vozliˇscˇa imajo
3Metoda za urejanje dostopa do komunikacijskega kanala, pri kateri vsako vozliˇscˇe
v omrezˇju oddaja v dolocˇenih cˇasovnih odsekih spremenljive dolzˇine. Neporabljen cˇas
oddajanja v cˇasovnem odseku se dodeli drugemu vozliˇscˇu.
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znotraj dinamicˇnega segmenta po prioriteti padajocˇe razporejena kratka cˇa-
sovna obdobja, v katerih lahko zacˇnejo s posˇiljanjem podatkov. Ko eno vo-
zliˇscˇe zacˇne posˇiljati podatke, vsa ostala vozliˇscˇa, ki sˇe niso priˇsla na vrsto v
trenutnem dinamicˇnem segmentu, cˇakajo, da se posˇiljanje podatkov ustavi.
Cˇe medtem zmanjka cˇasa, dodeljenega celotnemu dinamicˇnemu segmentu,
ostala vozliˇscˇa komunikacijo prelozˇijo na naslednji dinamicˇni segment [1].
Za potrebe vzdrzˇevanja in identifikacije posebnih ciklov je v komunikacij-
skem ciklu rezervirano sˇe okno za simbole, med katerim se lahko na primer
posˇlje simbol za izogibanje trkom oziroma CAS (ang. Collision Avoidance
Symbol) [4]. Okno za simbole uporablja komunikacijski krmilnik za upra-
vljanje posebnih situacij pri vzpostavljanju komunikacije med postopkom
zagona omrezˇja in za testiranje omrezˇja med normalnim delovanjem [9]. Po
oknu za simbole nastopi cˇasovno obdobje brez komunikacije, imenovano ob-
dobje omrezˇnega mirovanja ali NIT. Ta cˇas posamezna vozliˇscˇa porabijo za
sinhronizacijo svojih ur, saj je delovanje protokola FlexRay mocˇno odvisno















Slika 2.2: Nivoji napetosti na komunikacijski liniji.
Gonilniˇsko integrirano vezje vezˇe komunikacijski krmilnik na fizicˇni komu-
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nikacijski medij, njegova glavna naloga pa je pretvarjanje signalov [4]. Kot
fizicˇni komunikacijski medij protokol dolocˇa uporabo prepletene parice (ang.
twisted pair) za povezovanje posameznih vozliˇscˇ [1]. Komunikacija po parici
poteka po principu diferencialnih napetosti med 0V in 3,5V . V stanju mi-
rovanja je na obeh vodnikih, ki sta poimenovana bus plus (BP) in bus minus
(BM), napetost 2,5V , specifikacija pa predvideva tudi nacˇin za varcˇevanje
z energijo, pri katerem napetost na obeh vodnikih pade na 0V . Logicˇna
vrednost 1 je predstavljena z napetostjo 3,5V na vodniku BP in 1,5V na
vodniku BM, kar da diferencialno napetost 2V . Logicˇna vrednost 0 pa je
predstavljena z napetostjo 1,5V na vodniku BP in 3,5V na vodniku BM, kar
da diferencialno napetost −2V [4]. Nivoji mozˇnih napetosti na komunikacij-
ski liniji so prikazani na sliki 2.2. Na koncih komunikacijske linije je potrebna
zakljucˇitev (ang. termination) z zakljucˇnim uporom v vrednosti med 80 Ω in
110 Ω [1], sicer se na omrezˇju lahko pojavijo odboji (ang. reflections) [4].
2.4 Povezovalna plast
Konfiguracija komunikacijskega omrezˇja FlexRay ni omejena na specificˇno
fizicˇno topologijo. Poleg pasivnih topologij je mozˇna uporaba konfiguracije
aktivne zvezde, prav tako pa je mozˇna uporaba hibridnih topologij, kjer je
znotraj enega omrezˇja uporabljenih vecˇ razlicˇnih topologij [1]. Primer mozˇne
hibridne topologije je prikazan na sliki 2.3. Pri uporabi pasivnih tehnologij
je najvecˇja mozˇna razdalja 24 metrov, pri uporabi aktivnih pa do 72 metrov.
Pri uporabi pasivnih topologij je najvecˇje sˇtevilo vozliˇscˇ v omrezˇju omejeno
na 22 [4].
Po definiciji je vozliˇscˇe v omrezˇju FlexRay elektronska kontrolna enota
(ECU), ki je prikljucˇena na komunikacijsko linijo prek komunikacijskega vme-
snika. Komunikacijski vmesnik je sestavljen iz komunikacijskega krmilnika in
enega ali dveh gonilniˇskih integriranih vezij. Komunikacijski krmilnik izvaja
komunikacijski protokol po specifikaciji FlexRay. Njegova glavna naloga je







Slika 2.3: Diagram mozˇne hibridne topologije FlexRay omrezˇja.
omrezˇju ter zaznavanje in odpravljanje napak.
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Slika 2.4: Sestava FlexRay podatkovnega okvirja.
Vsi podatki, ki se posˇiljajo prek komunikacijske linije FlexRay, so oviti
v enak podatkovni okvir, ki je sestavljen iz 40 bitov dolge glave, podatkov-
nega dela spremenljive dolzˇine in 24 bitov dolgega repa [4]. Sestavni deli
podatkovnega okvirja so prikazani na sliki 2.4. Prvih 5 bitov glave sesta-
vljajo zastavice, ki oznacˇujejo posebne tipe podatkovnih okvirjev, na primer
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sinhronizacijski okvir, zagonski okvir ali nicˇelni okvir. Naslednjih 11 bitov
predstavlja identifikacijska sˇtevilka, ki okvir vezˇe na specificˇen cˇasovni odsek
komunikacijskega cikla, ostalim vozliˇscˇem pa sporocˇi, katero vozliˇscˇe je okvir
poslalo. Sledi 7-bitno sˇtevilo, ki sporocˇa dolzˇino podatkovnega dela z ma-
ksimalno dolzˇino 254 bajtov. Naslednjih 11 bitov vsebuje vrednost CRC, ki
pokriva identifikacijsko sˇtevilko okvirja in dolzˇino podatkovnega dela. Sledi
sˇe zadnjih 6 bitov, ki vsebujejo vrednost sˇtevca komunikacijskih ciklov [1]. Ta
omogocˇa vozliˇscˇem, da razlikujejo med 64 komunikacijskimi cikli, saj lahko
na ta nacˇin v razlicˇnih komunikacijskih ciklih posˇiljajo razlicˇne podatke v
istem dodeljenem cˇasovnem odseku, t. i. multipleksiranje cikla [25].
Takoj po koncu glave se zacˇne podatkovni del, kjer se posˇljejo podatki, ki
jih je potrebno poslati preko komunikacijskega kanala. Omejeni so na maksi-
malno dolzˇino 254 bajtov oziroma 127 besed, v korakih po 2 bajta. Dolzˇina
mora biti enaka v vseh podatkovnih okvirjih, ki se posˇiljajo v staticˇnem
segmentu komunikacijskega cikla [4].
Rep podatkovnega okvirja vsebuje CRC glave in podatkovnega dela, ki
sluzˇi za detektiranje napak v prenosu podatkov. Hammingova razdalja pri
dolzˇini podatkovnega dela do 248 bajtov je 6 [25], pri dolzˇini od 250 do 254
bajtov pa 4 [4].
2.4.2 Inicializacijski postopek
Slika 2.5: FlexRay zagonski postopek.
Za uspesˇno komunikacijo mora sistem izvesti inicializacijski postopek,
med katerim se posamezna vozliˇscˇa cˇasovno uskladijo. Inicializacijski po-
stopek vedno vodita vsaj dve vozliˇscˇi, imenovani zagonski vozliˇscˇi [1].
Komunikacijski krmilnik vsakega vozliˇscˇa hrani interno stanje, ki pove,
v kateri stopnji inicializacijskega postopka se krmilnik nahaja, od cˇesar je
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odvisno obnasˇanje vozliˇscˇa [7]. Implementacija internih stanj je odvisna od
proizvajalca komunikacijskega krmilnika. Na sliki 2.6 so orisana stanja, ki
jih omogocˇa komunikacijski krmilnik Bosch E-Ray.
Na zacˇetku komunikacije lahko eno ali vecˇ vozliˇscˇ posˇlje simbol za zbuja-
nje omrezˇja in s tem ostalim vozliˇscˇem sporocˇi pricˇetek aktivnosti na komu-
nikacijski liniji. To omogocˇi vozliˇscˇem, ki se nahajajo v stanju varcˇevanja z
energijo, da se pripravijo na sodelovanje v komunikacijskem ciklu. Nato eno
od zagonskih vozliˇscˇ posˇlje simbol za izogibanje trkom (CAS), s cˇimer zacˇne
sinhronizacijski postopek. Ker lahko katerokoli od zagonskih vozliˇscˇ posˇlje
simbol CAS, lahko med posˇiljanjem simbola pride do trka na komunikacijski
liniji. V tem primeru oba vozliˇscˇa prenehata s komunikacijo, postopek pa se
ponavlja, dokler se CAS ne posˇlje uspesˇno. Cˇe do trka ne pride, postane vo-
zliˇscˇe, ki je uspesˇno poslalo CAS, vodilno zagonsko vozliˇscˇe, ostala zagonska
vozliˇscˇa pa postanejo integracijska zagonska vozliˇscˇa [9].
Postopek inicializacije je prikazan na sliki 2.5. Komunikacijo zacˇne vo-
dilno zagonsko vozliˇscˇe, ki sˇtiri komunikacijske cikle posˇilja sinhronizacijske
okvirje. V petem komunikacijskem ciklu se pridruzˇijo tudi integracijska za-
gonska vozliˇscˇa, v devetem pa sˇe ostala vozliˇscˇa, s cˇimer komunikacija stecˇe
v celoti [24]. V postopku sinhronizacije zagonska vozliˇscˇa posˇiljajo le sin-
hronizacijske okvirje, ki so ekvivalentni nicˇelnim podatkovnim okvirjem, kar
pomeni, da na mestu podatkov posˇiljajo nicˇle. Podatkovni okvirji se v po-
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Prehod sprožijo interni pogoji
Prehod sproži programska koda ali interni pogoji




Orodja podjetja iSYSTEM omogocˇajo celostno analizo kompleksnega vgra-
jenega sistema. Poleg obicˇajnega razhrosˇcˇevanja izvajanja ukazov na CPE
(centralni procesni enoti) omogocˇajo tudi analizo perifernih prikljucˇkov in
komunikacije na komunikacijskih protokolih. Njihova glavna prednost je
mozˇnost cˇasovne korelacije izvajanja ukazov na CPE ter dogajanja zunaj
nje [37], na primer na CAN ali LIN komunikacijski liniji [22].
Orodje, katerega prototip smo izdelali v okviru tega diplomskega dela,
bo naboru komunikacijskih protokolov, na katerih je na zgoraj opisan nacˇin
mozˇno izvajati cˇasovno korelacijo, dodalo protokol FlexRay. Za potrebe
cˇasovne korelacije je bistvenega pomena hitrost in cˇasovna deterministicˇnost
zajemanja podatkov s komunikacijske linije, za potrebe analize in potrjevanja
pravilnosti delovanja pa je bistvena mozˇnost zajemanja in obdelave celotnih
sporocˇil, vkljucˇno s sporocˇili za napake ter popacˇenimi sporocˇili, ki bi jih
vozliˇscˇe ob normalni konfiguraciji omrezˇja sicer zavrnilo.
Orodje za analizo protokola FlexRay bo implementirano kot periferni mo-
dul za orodje iSYSTEM BlueBox, podobno kot zˇe obstojecˇi CAN/LIN AOM
[22]. Ker se periferni moduli na orodje iSYSTEM BlueBox povezujejo preko
omrezˇnega protokola FNET [2], se lahko v poenostavljeni obliki orodje opiˇse
kot pretvornik med protokolom FlexRay ter protokolom FNET. Zajemati
mora podatke iz FlexRay komunikacijske linije ter jih popolnoma transparen-
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tno pretvoriti v obliko, primerno za posredovanje orodju iSYSTEM BlueBox.
Tak sistem v celoten proces zajemanja podatkov vnese cˇasovne zakasnitve, ki
morajo biti kompenzirane, saj bi v nasprotnem primeru vplivale na kvaliteto




Odlocˇili smo se, da implementacijo orodja razdelimo na dva samostojna
dela. Prvi del skrbi za zajemanje podatkov iz FlexRay komunikacijske li-
nije, drugi del pa skrbi za posˇiljanje podatkov preko protokola FNET. Tak
pristop omogocˇa postopno razvijanje izdelka, hkrati pa dovoljuje razlicˇno iz-
biro nacˇina implementacije za posamezen del. Oba dela orodja bi med seboj
zaradi potrebe po visoki hitrosti prenosa podatkov komunicirala z uporabo
paralelnega vmesnika.
Po oceni kolicˇine dela in cˇasovne zahtevnosti projekta smo sklenili, da
se v tem diplomskem delu podrobno opiˇse ter izdela le prvi del orodja.
Drugi del orodja bi implementirali kasneje v tehnologiji FPGA (ang. Field-
Programmable Gate Array), za namene preizkusˇanja prototipa pa bi na njego-
vem mestu uporabili zˇe obstojecˇ izdelek, IOM6 ADIO, ki omogocˇa zajemanje
podatkov s paralelnega vmesnika ter njihovo posredovanje orodju iSYSTEM
BlueBox preko protokola FNET [19].
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4.1 Izbira tehnologije implementacije
Del orodja, ki zajema podatke iz komunikacijske linije FlexRay in jih prek
paralelnega vmesnika posreduje drugemu delu, bi bilo mogocˇe implementirati
z uporabo treh razlicˇnih pristopov: z implementacijo v FPGA, z uporabo sa-
mostojnega FlexRay krmilnika ali pa z uporabo MCU (ang. Microcontroller
Unit) z vgrajenim FlexRay krmilnikom. Pri sprejemanju odlocˇitve glede iz-
bire enega od treh pristopov sta bila kljucˇna faktorja cˇasovna kompleksnost
implementacije in skalabilnost nadaljnega razvoja izdelka.
4.1.1 Implementacija v FPGA
Izbira implementacije v FPGA bi bila za koncˇni izdelek najbolj optimalna,
saj bi s tem zagotovili najvecˇjo mozˇno hitrost zajemanja in prenasˇanja po-
datkov. Potrebno bi bilo implementirati celoten komunikacijski krmilnik po
specifikaciji FlexRay, nato pa zasnovati vsa ostala potrebna logicˇna vezja
za pretvarjanje signalov na paralelni vmesnik. Tak pristop bi sicer imel vi-
soko cˇasovno kompleksnost, skalabilnost nadaljnega razvoja pa bi bila zelo
visoka, saj bi bila implementacija popolnoma neodvisna od izdelkov drugih
proizvajalcev.
Implementacijo komunikacijskega krmilnika v FPGA bi bilo mogocˇe tudi
kupiti. Podjetje Bosch na trgu ponuja svojo FPGA implementacijo FlexRay
krmilnika po specifikaciji FlexRay 2.1, imenovano E-Ray [9]. Z uporabo
taksˇnega polizdelka bi se delno zmanjˇsala cˇasovna kompleksnost implemen-
tacije, pojavili pa bi se novi problemi, povezani s specifikami delovanja E-
Ray krmilnika. Ta je namenjen integraciji znotraj MCU [9] in ne predvideva
interakcije s preprostejˇsim logicˇnim vezjem, implementiranim v FPGA. Po-
sledicˇno bi bilo potrebno za uspesˇno uporabo E-Ray krmilnika znotraj FPGA
implementirati del funkcionalnosti CPE, oziroma oponasˇati njeno komuni-
ciranje z E-Ray krmilnikom, kar bi lahko povzrocˇalo precejˇsnje tezˇave pri
razvoju izdelka.
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4.1.2 Uporaba samostojnega FlexRay krmilnika
Na trgu je na voljo nekaj samostojnih FlexRay krmilnikov v obliki integrira-
nega vezja, namenjenega povezovanju z MCU, ki nimajo vgrajenega svojega
komunikacijskega krmilnika. Potrebno bi bilo izbrati ustrezno integrirano
vezje ter MCU, nato pa napisati aplikacijo za MCU, ki bi komunicirala z
integriranim vezjem in s tem zajemala podatke iz FlexRay komunikacijske
linije. Tak pristop bi vnesel dodatne cˇasovne zakasnitve v proces zajemanja
podatkov, saj mora komunikacija potekati preko dodatne komunikacijske li-
nije, kot je na primer SPI (ang. Serial Peripheral Interface), med zunanjim
krmilnikom in MCU. Cˇasovne zakasnitve ne bi bile deterministicˇne oziroma
konstantne, kar bi otezˇilo njihovo kompenzacijo na aplikacijski ravni.
Nekaj ustreznih integriranih vezij je MFR4310 proizvajalca NXP [32],
CIC310 proizvajalca Infineon [13] ter MB88121 proizvajalca Fujitsu [8]. Do-
bavljivost teh integriranih vezij v prihodnosti je vprasˇljiva, saj vsaj dva izmed
njih nista vecˇ aktivno podprta s strani proizvajalcev [11, 27]. Skalabilnost
nadaljnega razvoja je zato nizka, zmanjˇsala pa bi se cˇasovna kompleksnost
implementacije.
4.1.3 Uporaba MCU z vgrajenim FlexRay krmilnikom
Nekatere MCU, ki so namenjene uporabi v avtomobilski industriji, imajo
vgrajene FlexRay krmilnike kot periferne enote, zaradi cˇesar zunanji krmil-
niki niso potrebni [23]. Registri FlexRay krmilnika so na ta nacˇin dostopni
v pomnilniˇskem prostoru MCU, kar odpravi tezˇave s komunikacijo, ki se po-
javijo pri uporabi zunanjega krmilnika. Tako kot pri uporabi samostojnega
krmilnika bi bilo potrebno najprej izbrati ustrezno MCU, nato pa napisati
aplikacijo, ki bi zajemala podatke iz FlexRay komunikacijske linije in jih
preko paralelnega vmesnika posredovala naprej.
Proizvajalci danes sˇe vedno aktivno podpirajo dolocˇene MCU z vgraje-
nim FlexRay krmilnikom [12, 28], kar povecˇa skalabilnost nadaljnega razvoja,
cˇasovna kompleksnost pa je podobna pristopu z uporabo samostojnega kr-
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milnika.
Na podlagi nizke cˇasovne zahtevnosti v primerjavi z implementacijo v
FPGA, visoke skalabilnosti nadaljnega razvoja v primerjavi z uporabo samo-
stojnega krmilnika ter nizkih strosˇkov implementacije smo sprejeli odlocˇitev,
da prototip izdelamo s pomocˇjo MCU z vgrajenim FlexRay krmilnikom.
4.1.4 Izbira ustrezne MCU
Za trenutni in nadaljnji razvoj izdelka morajo lastnosti MCU ustrezati na-
slednjim zahtevam:
• Imeti mora vsaj 2 FlexRay krmilnika
– Omogocˇa uporabo enake MCU za izdelavo vzorca FlexRay komu-
nunikacije z uporabo povratne zanke. Prav tako omogocˇa orodju
za analizo protokola FlexRay analiziranje dveh komunikacijskih
linij naenkrat.
• Imeti mora vgrajen pomnilnik Flash ter vgrajen RAM (ang. Random
Access Memory)
– Zmanjˇsa sˇtevilo komponent vezja, kar poenostavi razvoj orodja.
• Podpirati mora nalaganje zagonske kode preko vmesnika SPI
– Ob zagonu periferni moduli orodja iSYSTEM BlueBox prek pro-
tokola FNET prejmejo zagonsko kodo, ki se nato prek vmesnika
SPI nalozˇi v krmilnike orodja.
• Imeti mora aktivno podporo s strani proizvajalca
– Zagotovi dobavljivost komponente v prihodnosti.
• Ohiˇsje mora imeti cˇim manj prikljucˇkov
– Zmanjˇsa kompleksnost tiskane plosˇcˇe orodja in s tem olajˇsa razvoj.
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Tabela z mozˇnimi kandidati se nahaja v prilogi A. Glede na ustreznost
zahtevam in dobre dobavljivosti, pa tudi zaradi velike kolicˇine izkusˇenj s to
specificˇno MCU v podjetju, smo se odlocˇili za MCU TC399XE proizvajalca
Infineon [12].
4.1.5 Izbira ustreznega gonilniˇskega integriranega ve-
zja
MCU TC399XE vsebuje le dva FlexRay komunikacijska krmilnika, ki pa ju
ni mozˇno prikljucˇiti neposredno na FlexRay komunikacijsko linijo. Potrebna
je uporaba gonilniˇskega integriranega vezja, ki pretvarja med diferencialnima
signaloma BP in BM na komunikacijski liniji FlexRay, ter serijskima signa-
loma Rx in Tx na komunikacijskem krmilniku.
Na trgu je na voljo nekaj gonilniˇskih integriranih vezij razlicˇnih proizvajal-
cev, kot industrijski standard pa se je uveljavilo integrirano vezje TJA1082
proizvajalca NXP [29, 5]. Uporablja se tudi pri nekaj orodjih za analizo
protokola FlexRay drugih proizvajalcev [36, 16], zaradi cˇesar smo sprejeli
odlocˇitev, da ga tudi mi uporabimo pri izdelavi svojega orodja.
4.2 Razvojno okolje
Prototip smo razvili ob pomocˇi orodij podjetja iSYSTEM. Za pisanje pro-
gramske kode in razhrosˇcˇevanje smo uporabljali razvojno okolje iSYSTEM
WinIDEA [21]. Aplikacija se je izvajala na razvojni plosˇcˇi iSYSTEM TC399
EVB [20], prikljucˇena pa je bila na orodje iSYSTEM BlueBox iC5000, ki je
sluzˇilo za nalaganje programske kode in razhrosˇcˇevanje [17]. Cˇasovne meritve
smo opravljali s pomocˇjo osciloskopa Tektronix DPO 4054 [35] in logicˇnega
analizatorja Zeroplus Logic Cube [38]. Kasneje smo cˇasovne meritve izva-
jali s pomocˇjo orodja iSYSTEM BlueBox iC5700 s prikljucˇenim perifernim














Slika 5.1: Diagram fizicˇnih sestavnih delov vzorcˇnega sistema.
Da smo se spoznali z delovanjem protokola FlexRay smo najprej izdelali
vzorcˇno postavitev omrezˇja, na katerem smo kasneje testirali prototip orodja
za analizo komunikacije. Vzorcˇni sistem je bil zasnovan kot minimalna mozˇna
fizicˇna konfiguracija omrezˇja, ki je delovalo pod tremi razlicˇnimi obremeni-
tvami: minimalno, srednjo in maksimalno. Na ta nacˇin je bilo omogocˇeno
testiranje prototipa orodja za analizo protokola FlexRay pri obeh robnih
konfiguracijah, pri srednji obremenitvi pa na konfiguraciji, ki je primerljiva
s povprecˇnim omrezˇjem v avtomobilu.
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Zaradi poenostavitve razvoja je vzorcˇno omrezˇje vsebovalo le dve vozliˇscˇi,
kar je minimalno mozˇno sˇtevilo vozliˇscˇ v omrezˇju [7], obremenitev omrezˇja pa
je bila pogojena s kolicˇino poslanih podatkov. Fizicˇni sestavni deli vzorcˇnega
sistema so prikazani na sliki 5.1.
5.1 Fizicˇna implementacija
Slika 5.2: Shema vezja vzorcˇnega sistema.
MCU TC399XE vsebuje dva FlexRay komunikacijska krmilnika, s tem pa
omogocˇa omrezˇno konfiguracijo povratne zanke (ang. loopback), kjer MCU
hkrati upravlja z dvema vozliˇscˇema in posˇilja podatke samemu sebi. To
je omogocˇalo izdelavo vzorcˇnega sistema z uporabo le ene TC399 EVB ra-
zvojne plosˇcˇe, na katero sta bili prikljucˇeni dve gonilniˇski integrirani vezji
TJA1082, ki sta bili med seboj povezani s FlexRay signalno linijo. Zaradi
zahtev fizicˇne plasti protokola FlexRay sta bila na konca komunikacijske li-
nije prikljucˇena zakljucˇna upora vrednosti 100 Ω [7]. Elektricˇna shema vezja
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Slika 5.3: Razvojna plosˇcˇa TC399 EVB in gonilniˇski integrirani vezji.
vzorcˇnega sistema je prikazana na sliki 5.2, na sliki 5.3 pa je razvojna plosˇcˇa,
ki je prikljucˇena na prototipno plosˇcˇo z integriranima gonilniˇskima vezjema.
5.2 Opis delovanja aplikacije
V aplikaciji je bilo potrebno inicializirati oba FlexRay krmilnika ter jima
podati konfiguracijo omrezˇja in komunikacije. Nato je bilo potrebno izve-
sti inicializacijski postopek. Kljub dejstvu, da je celotno omrezˇje vsebovalo
le eno MCU in da zbujanje omrezˇja ni bilo potrebno, smo zˇeleli prikazati
cˇim vecˇ elementov FlexRay komunikacije, zato je aplikacija pred postopkom
sinhronizacije poslala simbol za zbujanje omrezˇja, viden na sliki 5.4. Da bi
v vzorcˇni komunikaciji prikazali delovanje odpravljanja trkov pri postopku
sinhronizacije, sta bila nato oba komunikacijska krmilnika hkrati nastavljena
v stanje sinhronizacije, zaradi cˇesar sta istocˇasno na komunikacijsko linijo
poslala simbol za izogibanje trkom, prikazan na sliki 5.5. Nastal je trk, ki
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Slika 5.4: Simbola za zbujanje omrezˇja. Zelena sled prikazuje signal Tx
enega od vozliˇscˇ, rumena in rdecˇa pa signala BP in BM na komunikacijski
liniji FlexRay. Simbol za zbujanje omrezˇja je sestavljen iz n zaporednih bitov
vrednosti 0 in m zaporednih bitov vrednosti 1, posˇlje pa se najmanj dvakrat.
Sˇtevilo poslanih simbolov ter vrednosti n in m so del konfiguracije omrezˇja
[9].
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Slika 5.5: Trk simbolov za izogibanje trkom na levi strani slike. Vozliˇscˇe 2 je
na linijo Tx (vijolicˇna sled) poslalo simbol skoraj istocˇasno kot vozliˇscˇe 1 (ze-
lena sled). Simbol za izogibanje trkom je sestavljen iz najmanj 30 zaporednih
bitov vrednosti 0 [7].
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Slika 5.6: Razresˇevanje trka na levi strani in uspesˇno izveden inicializacijski
postopek na desni strani slike.
sta ga morala uspesˇno razresˇiti. Razresˇevanje trka je prikazano na sliki 5.6.
Po koncˇanem inicializacijskem postopku sta oba komunikacijska krmilnika
pricˇela s posˇiljanjem podatkov v dodeljenih cˇasovnih odsekih.
5.3 Konfiguracija parametrov komunikacije in
omrezˇja
Krmilniku je bilo potrebno podati osnovne podatke o omrezˇju in nastaviti
delovanje prikljucˇkov. Te nastavitve so bile enake za vse tri spodaj opisane
konfiguracije. Podatki se nahajajo v izseku kode 5.1.
1 NEMC.U = 0x2; // omrezje vsebuje 2 vozlisci
2
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3 SUCC1.B.CCHA = TRUE;
4 SUCC1.B.CCHB = FALSE; // uporablja se le kanal A
5
6 ERAY0_CUST1.B.RISA = 0x00; // RX nastavljen na P14.8
7 P14_IOCR8.B.PC8 = 0x01; // pull -down na P14.8
8 P14_IOCR8.B.PC10 = 0x16; // push -pull ALT6 (Eray) na P14.10
9 P14_IOCR8.B.PC9 = 0x16; // push -pull ALT6 (Eray) na P14.9
10
11 ERAY1_CUST1.B.RISA = 0x01; // RX nastavljen na P01.1
12 P01_IOCR0.B.PC1 = 0x01; // pull -down na P01.1
13 P01_IOCR12.B.PC12 = 0x16; // push -pull ALT6 (Eray) na P01.12
14 P01_IOCR12.B.PC14 = 0x16; // push -pull ALT6 (Eray) na P01.14
Izsek kode 5.1: Konfiguracija parametrov, skupnih vsem konfiguracijam.
5.3.1 Minimalni mozˇni parametri
Minimalna FlexRay konfiguracija komunikacijskega cikla ne vsebuje dina-
micˇnega segmenta, staticˇni segment pa vsebuje dva komunikacijska okvirja z
minimalno dolzˇino 4MT . Dolocˇiti je potrebno ustrezen cˇas NIT, ki je bil v
tej konfiguraciji nastavljen na minimalno vrednost 3MT . Dolzˇino celotnega
komunikacijskega cikla smo zato nastavili na 2 · 4MT + 3MT = 11MT .
Komunikacijski cikel minimalne konfiguracije je prikazan na sliki 5.9, zapisi
v registre z ustreznimi podatki pa se nahajajo v izseku kode 5.2.
1 GTUC02.B.MPC = 0x0B; // komunikacijski cikel je dolg 11MT
2
3 GTUC04.B.NIT = 0x09; // NIT se zacne pri 9MT , dolzine 3MT
4
5 GTUC07.B.NSS = 0x02; // stevilo staticnih okvirjev
6 GTUC07.B.SSL = 0x04; // dolzina staticnega okvirja 4MT
7 GTUC08.B.NMS = 0x00; // stevilo dinamicnih okvirjev
8 GTUC08.B.MSL = 0x00; // dolzina dinamicnega okvirja 0MT
Izsek kode 5.2: Nastavitev parametrov minimalne konfiguracije.
28 Oton Pavlicˇ
5.3.2 Srednji parametri
Ta konfiguracija je bila zasnovana kot predstavitev delovanja omrezˇja, ki
bi bil lahko uporabljen v avtomobilu. Dolzˇino staticˇnega komunikacijskega
okvirja smo nastavili na 216MT , njihovo sˇtevilo pa na 36. Dodan je bil
dinamicˇni segment, v katerem je bilo 5 dinamicˇnih okvirjev, vsak z dolzˇino
8MT. Cˇas NIT smo nastavili na 184MT , zato smo dolzˇino celotnega komuni-
kacijskega cikla nastavili na 36 ·216MT +5 ·8MT +184MT = 8000MT , kar
je polovica maksimalne dolzˇine. Komunikacijski cikel srednje konfiguracije je
prikazan na sliki 5.8, zapisi v registre z ustreznimi podatki pa se nahajajo v
izseku kode 5.3.
1 GTUC02.B.MPC = 0x1F40; // komunikacijski cikel dolzine 8000MT
2
3 GTUC04.B.NIT = 0x1E88; // NIT pri 7816MT , dolzine 184MT
4
5 GTUC07.B.NSS = 0x24; // stevilo staticnih okvirjev
6 GTUC07.B.SSL = 0xD8; // dolzina staticnega okvirja 224MT
7 GTUC08.B.NMS = 0x05; // stevilo dinamicnih okvirjev
8 GTUC08.B.MSL = 0x08; // dolzina dinamicnega okvirja 8 MT
Izsek kode 5.3: Nastavitev parametrov srednje konfiguracije.
5.3.3 Maksimalni mozˇni parametri
Maksimalna konfiguracija omrezˇja je bila namenjena testiranju orodja za ana-
lizo protokola FlexRay pri polni obremenitvi komunikacijske linije. Dolzˇino
komunikacijskega cikla smo zato nastavili na najvecˇjo mozˇno vrednost, ki
znasˇa 16000MT . Cˇas NIT smo nastavili na 280MT , zaradi cˇesar je za
staticˇni in dinamicˇni del ostalo sˇe 16000MT − 280MT = 15720MT . Di-
namicˇni segment je ponovno vseboval 5 dinamicˇnih okvirjev z dolzˇino 8MT ,
staticˇni segment pa je imel zato dolzˇino 15720MT − 5 · 8MT = 15680MT .
Dolzˇino staticˇnega okvirja smo nastavili na 224MT , zaradi cˇesar je staticˇni
segment lahko vseboval 15680MT
224MT
= 70 staticˇnih okvirjev. Komunikacijski
cikel maksimalne konfiguracije je prikazan na sliki 5.7, zapisi v registre z
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Slika 5.7: Komunikacijski cikel maksimalne konfiguracije.
Slika 5.8: Dva komunikacijska cikla srednje konfiguracije.
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Slika 5.9: Komunikacijski cikli minimalne konfiguracije. Sika zajema enako
cˇasovno obdobje kot dolzˇina enega komunikacijskega cikla maksimalne kon-
figuracije.
Slika 5.10: Detajl komunikacije.
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ustreznimi podatki pa se nahajajo v izseku kode 5.4. Na sliki 5.10 je prika-
zan tudi detajl komunikacije, kjer so vidni posamezni poslani biti na BP in
BM vodnikih FlexRay komunikacijske linije.
1 GTUC02.B.MPC = 0x1F40; // komunikacijski cikel dolzine 8000MT
2
3 GTUC04.B.NIT = 0x1EC8; // NIT pri 7880MT , dolzine 120MT
4
5 GTUC07.B.NSS = 0x23; // stevilo staticnih okvirjev
6 GTUC07.B.SSL = 0xE0; // dolzina staticnega okvirja 224MT
7 GTUC08.B.NMS = 0x05; // stevilo dinamicnih okvirjev
8 GTUC08.B.MSL = 0x08; // dolzina dinamicnega okvirja 8 MT
Izsek kode 5.4: Nastavitev parametrov maksimalne konfiguracije.
5.4 Tezˇave pri implementaciji
Zaradi lazˇjega zacˇetka dela in hitrejˇse implementacije smo zˇeleli za osnovo
aplikacije uporabiti vzorcˇno kodo proizvajalca Infineon, ki je vkljucˇena v
paket za podporo razvojne plosˇcˇe (ang. board support package). Izkazalo se
je, da za potrebe vzorcˇnega omrezˇja ni bila primerna, saj je bila napisana za
uporabo dveh locˇenih razvojnih plosˇcˇ, ne pa za konfiguracijo povratne zanke.
Dodatne tezˇave je povzrocˇalo dejstvo, da je koda vsebovala napake, zaradi
katerih se v nespremenjenem stanju ni prevedla. Koda je zato sluzˇila le kot
zgled pri implementaciji.
Ko smo napisali osnovno aplikacijo, ki je preko komunikacijske linije
FlexRay posˇiljala podatke, se je pojavila tezˇava s sprejemanjem podatkov.
Kljub dejstvu, da so podatkovni okvirji ob rocˇnem pregledovanju s pomocˇjo
osciloskopa izgledali brezhibni, je komunikacijski krmilnik v registru EIR po-
stavljal zastavico EDA, ki oznacˇuje komunikacijsko napako na kanalu A. Ob
pregledovanju fizicˇne konfiguracije omrezˇja smo ugotovili napacˇno uporabo
zakljucˇnega upora, saj ni bil prisoten na obeh koncih komunikacijske linije,
zato je bil dodan dodaten zakljucˇni upor, kar sˇe vedno ni odpravilo napake.
Na komunikacijsko linijo smo namesto osciloskopa prikljucˇili logicˇni analiza-
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tor, ki omogocˇa dekodiranje protokola FlexRay. Komunikacijski krmilnik je
bil nastavljen na delovanje pri hitrosti prenosa podatkov 10Mb/s, zato smo
to nastavitev vnesli v nastavitve dekoderja na logicˇnem analizatorju, graficˇni
prikaz vsebine komunikacijskih okvirjev pa je pri tej nastavitvi prikazoval
samo napake v komunikaciji. Ker ima logicˇni analizator mozˇnost samodej-
nega zaznavanja hitrosti prenosa podatkov na FlexRay komunikacijski liniji,
smo to mozˇnost vklopili, zaznana hitrost pa je znasˇala 6,25Mb/s. Taksˇne
nastavitve hitrosti podatkovnega prenosa specifikacija protokola FlexRay ne
predvideva, dekoder protokola na logicˇnem analizatorju pa je pri tej nasta-
vitvi brez tezˇav prikazoval vsebino podatkovnih okvirjev. Ugotovili smo, da
komunikacija na komunikacijski liniji poteka brezhibno, vendar na hitrosti
1,6-krat nizˇji od nastavljene.
Po daljˇsem iskanju razloga za napako se je izkazalo, da smo pri ra-
zvoju uporabljali prototipno razlicˇico TC399XE MCU, pri kateri nastavi-
tev DIVBY v registru PERPLLCON0 ni delovala pravilno [15]. Ta register
skrbi za nastavitve signala ure za periferne enote MCU, nastavitev DIVBY
pa nadzira delilnik ure s faktorjem 1,6 [14]. Kljub dejstvu, da je bil v za-
gonski kodi aplikacije delilnik izklopljen, te nastavitve prototipna razlicˇica
MCU ni uposˇtevala, delilnik pa je bil vklopljen, zaradi cˇesar je komunikacij-
ski krmilnik FlexRay prejemal signal ure, ki je bil za faktor 1,6 pocˇasnejˇsi od
predvidenega.
Za nadaljni razvoj prototipa orodja za analizo protokola FlexRay smo
zato uporabili produkcijsko razlicˇico TC399XE MCU, pri kateri je bilo delil-
nik mogocˇe izklopiti. Ko je komunikacijski krmilnik prejemal pravo frekvenco
ure, je komunikacija na komunikacijski liniji potekala na hitrosti 10Mb/s,
tezˇave s sprejemanjem podatkov pa so bile odpravljene.
Poglavje 6
















Slika 6.1: Diagram fizicˇnih sestavnih delov celotnega omrezˇja. Prototip
orodja predstavlja desna polovica diagrama.
Konfiguracija FlexRay omrezˇja mora biti znana vsem vozliˇscˇem v omre-
zˇju, kar onemogocˇi dinamicˇno dodajanje in odstranjevanje vozliˇscˇ, saj je
sˇtevilo vozliˇscˇ del konfiguracije omrezˇja [4]. Orodje za analizo komunikacij-
skega protokola se zato ne sme obnasˇati kot obicˇajno vozliˇscˇe, saj bi bila sicer
ob vsakem priklopu orodja na komunikacijsko linijo potrebna rekonfiguracija
vseh vozliˇscˇ v omrezˇju. Orodje mora zajemati podatke s komunikacijske li-




Komunikacijski krmilnik Bosch E-Ray implementira poseben nacˇin delo-
vanja, imenovan MONITOR MODE, v katerem se podatki s komunikacijske
linije zajemajo popolnoma transparentno, ne glede na morebitne napake v
komunikaciji [9]. Namenjen je odpravljanju tezˇav z zagonom in sinhroniza-
cijo omrezˇja, za potrebe izdelave prototipa pa je bil uporabljen za zajemanje
vseh komponent komunikacijskih okvirjev s komunikacijske linije.
Prototip orodja za analizo komunikacijkega protokola FlexRay smo zato
izdelali z uporabo TC399XE MCU, ki ima vgrajen Bosch E-Ray FlexRay
krmilnik. Na sliki 6.1 so prikazani vsi sestavni deli omrezˇja, na katerem smo
razvijali prototip.
6.1 Fizicˇna implementacija
Slika 6.2: Shema vezja celotnega omrezˇja. Prototip orodja (na sliki obarvan
s sivo barvo) sestavljata komponenti U3 in MCU2.
Prototip orodja smo izdelali s pomocˇjo razvojne plosˇcˇe TC399 EVB, na
katero je bilo prikljucˇeno gonilniˇsko integrirano vezje TJA1082. To je bilo
prikljucˇeno na napajanje 5V in referencˇno napetost logicˇnega nivoja 3,3V ,
na prikljucˇek P14.8 razvojne plosˇcˇe pa je bil prikljucˇen le izhod RXD. Si-
gnalni liniji TXD in TXEN sta bili izpusˇcˇeni, saj je naloga orodja le spreje-
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Slika 6.3: Razvojni plosˇcˇi TC399 EVB ter FlexRay gonilniˇska integrirana
vezja. V uporabi sta dva iSYSTEM BlueBox analizatorja. Vzorcˇna komuni-
kacija, opisana v poglavju 5, se izvaja na levi razvojni plosˇcˇi.
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manje, ne pa tudi posˇiljanje podatkov. Gonilniˇsko integrirano vezje smo za
boljˇso preglednost skupaj z gonilniˇskimi vezji celotnega omrezˇja prispajkali
na prototipno plosˇcˇo, povezano pa je bilo na FlexRay komunikacijsko linijo,
po kateri je potekala vzorcˇna komunikacija, opisana v poglavju 5. Elektricˇna
shema celotnega omrezˇja je prikazana na sliki 6.2, razvojni plosˇcˇi in proto-
tipna plosˇcˇa z gonilniˇskimi vezji pa sta vidni na sliki 6.3.
6.2 Opis delovanja aplikacije
V aplikaciji je bilo potrebno inicializirati FlexRay komunikacijski krmilnik in
mu podati ustrezne parametre komunikacije ter omrezˇja na nacˇin, opisan v
poglavju 5. Nato je bilo potrebno komunikacijski krmilnik nastaviti v MO-
NITOR MODE z zapisom v register SUCC1.CMD, zapisovanje v ta register
pa je privzeto onemogocˇeno. Omogocˇi se ga z zapisom dveh kljucˇev za od-
klepanje v register LCK.CLK enega za drugim [9]. Postopek je naveden v
izseku kode 6.1.
1 LCK.B.CLK = 0xCE;
2 LCK.B.CLK = 0x31;
// sekvenca za odklepanje SUCC1.CMD
3 SUCC1.B.CMD = 0x0B;
// ukaz za preklop v MONITOR_MODE
Izsek kode 6.1: Postopek pisanja v register SUCC1.CMD.
V stanju MONITOR MODE je komunikacijski krmilnik zajemal podatke
s FlexRay komunikacijske linije in jih shranjeval v interni RAM, iz katerega
je bilo potrebno podatke prebrati. To aplikacija lahko stori z uporabo dveh
pristopov: z neprestanim povprasˇevanjem po novih podatkih (ang. polling),
ter z uporabo prekinitve (ang. interrupt).
6.2.1 Implementacija z neprestanim povprasˇevanjem
Vsak komunikacijski okvir v komunikacijskem ciklu ima dodeljeno zastavico
v registru NDAT, ki oznacˇuje, da so prispeli novi podatki in so na voljo za
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branje iz RAM komunikacijskega krmilnika. Aplikacija mora zato neprestano
brati register NDAT, ob nastavljeni zastavici pa nemudoma prenesti podatke
iz komunikacijskega krmilnika, jih poslati preko vmesnika GPIO in resetirati
zastavico v registru NDAT.
Prednost implementacije je v dejstvu, da lahko aplikacija podatke prido-
biva preden se komunikacijski cikel izvede do konca, namesto da mora cˇakati
na konec komunikacijskega cikla. V primerjavi s prekinitvami pa tak pri-
stop uvede nepredvidljive cˇasovne zamike, ki so mocˇno odvisni od hitrosti
izvajanja aplikacije in obremenitve CPE.




3 for(int nSlotNum = 0; nSlotNum < SLOTS_COUNT; nSlotNum ++)
4 {
5 if(1 == getNDATValue(nSlotNum))
6 {
7 while(1 == OBCR.B.OBSYS){}
// cakamo , da sta OBCM in OBCR na voljo za pisanje (da
se trenutno ne izvaja prenos iz Message RAM)
8
9 OBCM.B.RHSS = 1;
10 OBCM.B.RDSS = 1;
11 OBCR.B.OBRS = nSlotNum;
12 OBCR.B.REQ = 1;
// sporocimo , da zelimo prebrati glavo in podatke v
sekundarni (shadow) buffer
13
14 while(1 == OBCR.B.OBSYS){}
15 OBCR.B.VIEW = 1; // sporocimo , da zelimo zamenjati
trenutni buffer in shadow buffer
16
17 for(int nWordNum =0; nWordNum < SLOT_LENGTH; nWordNum ++)
18 {
19 g_aanData[nSlotNum ][ nWordNum] = RDDS_1S[nWordNum ].U;
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// preberemo podatke iz bufferja
20 }
21 writeDataToGPIO(nSlotNum); // metoda , ki podatke po





Izsek kode 6.2: Zanka za neprestano povprasˇevanje.
6.2.2 Implementacija s prekinitvijo
Komunikacijski krmilnik ima mozˇnost sprozˇanja prekinitve ob prejemu vseh
podatkov enega komunikacijskega cikla [9]. Na ta nacˇin lahko aplikacija po-
datke prenese iz registrov komunikacijskega krmilnika s predvidljivim cˇasov-
nim zamikom, neodvisno od obremenitve procesorske enote. Pomanjkljivost
pristopa pa so zakasnjeno prenesˇeni podatki, saj se posamezni komunikacij-
ski okvirji ne prenesejo takoj, ko so prejeti. Komunikacijski krmilnik cˇaka na
konec komunikacijskega cikla, po koncu pa sprozˇi prenos podatkov iz RAM
komunikacijskega krmilnika.
Komunikacijski krmilnik smo nastavili, da sprozˇi prekinitev NDAT1 ob
koncu vsakega komunikacijskega cikla, aplikacija pa je v prekinitveni rutini
prebrala podatke iz registrov komunikacijskega krmilnika. Ko so bili prebrani
podatki enega komunikacijskega okvirja, so se poslali naprej prek vmesnika
GPIO.
Implementacija prekinitvene rutine se nahaja v izseku kode 6.3.
1 void __interrupt(ERAY_NDAT1) InterruptHandler ()
2 {
3 for(int nSlotNum = 0; nSlotNum < SLOTS_COUNT; nSlotNum ++)
4 {
5 while(1 == OBCR.B.OBSYS){}
// cakamo , da sta OBCM in OBCR na voljo za pisanje (da se
trenutno ne izvaja prenos iz Message RAM)
6
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7 OBCM.B.RHSS = 1;
8 OBCM.B.RDSS = 1;
9 OBCR.B.OBRS = nSlotNum;
10 OBCR.B.REQ = 1;
// sporocimo , da zelimo prebrati glavo in podatke v
sekundarni (shadow) buffer
11
12 while(1 == OBCR.B.OBSYS){}
13
14 OBCR.B.VIEW = 1; // sporocimo , da zelimo zamenjati
trenutni buffer in shadow buffer
15
16 for(int nWordNum = 0; nWordNum < SLOT_LENGTH; nWordNum ++)
17 {
18 g_aanData[nSlotNum ][ nWordNum] = RDDS_1S[nWordNum ].U;
// preberemo podatke iz bufferja
19 }
20 writeDataToGPIO(nSlotNum); // metoda , ki podatke po
deserializacijskem protokolu zapise na GPIO
21 }
22 }
Izsek kode 6.3: Prekinitvgena rutina implementacije s prekinitvijo.
6.3 Deserializacijski protokol
Deserializacija serijskih komunikacijskih protokolov je pristop, ki ga v pod-
jetju uporabljamo za potrebe zajemanja podatkov iz komunikacijskih linij z
orodjem IOM6 ADIO. V procesu deserializacije se serijski protokol pretvori
v paralelnega, v uporabi pa je nekaj razlicˇnih paralelnih protokolov. Sprejeta
je bila odlocˇitev, da se za potrebe prototipa orodja za analizo komunikacij-
ske linije FlexRay uporabi zˇe definiran protokol, ki se trenutno uporablja pri
prototipu orodja za zajemanje podatkov iz komunikacijske linije I2C.
Shema delovanja protokola je prikazana na sliki 6.4. Protokol uporablja
8 bitov za prenos podatkov, zato se morajo FlexRay podatkovni okvirji, ki
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se posˇiljajo preko paralelnega vmesnika, razbiti na segmente, dolge 8 bitov,
po pristopu big endian. Poleg tega protokol uporablja dodatnih 5 bitov za
upravljanje komunikacije. Prvi izmed teh bitov se imenuje VLD, sporocˇa
pa aktivnost komunikacije. Ko ima bit VLD logicˇno vrednost 1, mora preje-
mnik komunikacije zajemati podatke. Naslednja bita, SOF in EOF sporocˇata
zacˇetek in konec prenosa enega podatkovnega okvirja. SOF ima logicˇno vre-
dnost 1 ob prvem poslanem 8-bitnem segmentu okvirja, EOF pa ob zadnjem.
Bit ALT sluzˇi za cˇasovno usklajenost protokola. Ker protokol nima definirane
enakomerne ure, so lahko posamezni segmenti razlicˇnih dolzˇin. Ob vsakem
poslanem segmentu se bit ALT negira, kar sporocˇi prejemniku, da so prispeli
novi podatki in da mora ponovno izmeriti logicˇne vrednosti na podatkov-
nih linijah. Na koncu je dodan sˇe bit ERR, ki oznacˇuje morebitne napacˇno
poslane segmente, ki se jih mora zavrecˇi.
Slika 6.4: Diagram primera delovanja paralelnega protokola ob posˇiljanju 12
bajtov podatkov.
Aplikacija, ki se je izvajala na MCU prototipa orodja za analizo komu-
nikacijskega protokola FlexRay, je podatke z uporabo paralelnega protokola
posˇiljala prek vrat 24 na vmesniku GPIO, ta pa so bila prikljucˇena na di-
gitalne vhode orodja IOM6 ADIO. To orodje je nato skrbelo za nadaljno
posˇiljanje podatkov preko protokola FNET in s tem dopolnilo prototip orodja
za analizo protokola FlexRay do stopnje uporabnosti. Posnetek prikljucˇkov
GPIO med posˇiljanjem podatkov preko deserializacijskega protokola je pri-
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kazan na sliki 6.5. Na slikah 6.6 in 6.7 sta prikazana posnetka, narejena z
orodjem ADIO, ki prikazujeta delovanje prototipa pri implementaciji s pre-
kinitvijo ter implementaciji z neprestanim povprasˇevanjem.
Slika 6.5: Detajl prenosa enega podatkovnega okvirja preko vmesnika GPIO
po deserializacijskem protokolu.
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Slika 6.6: Prenos celotnega komunikacijskega cikla preko vmesnika GPIO pri
implementaciji s prekinitvijo.
Slika 6.7: Prenos posameznih podatkovnih okvirjev preko vmesnika GPIO
pri implementaciji z neprestanim povprasˇevanjem. Slika prikazuje celoten
FlexRay komunikacijski cikel maksimalne konfiguracije.
Poglavje 7
Rezultati
Glavna tocˇka, na kateri bi se lahko pojavile tezˇave pri implementaciji orodja
za analizo komunikacijskega protokola z uporabo MCU namesto FPGA,
je bila hitrost zajemanja podatkov in njihovega posˇiljanja preko vmesnika
GPIO. Cˇe bi bil cˇas med koncem prejemanja komunikacijskega okvira in
koncem posˇiljanja teh podatkov preko GPIO daljˇsi od dolzˇine komunikacij-
skega okvirja, bi orodje zacˇelo zaostajati in izpusˇcˇati podatke. Drug faktor, ki
bi lahko mocˇno zmanjˇsal kvaliteto orodja, je nekonsistentnost cˇasovnega za-
mika pri obdelavi podatkov. Cˇe bi bil cˇasovni zamik med prejemom FlexRay
okvirja in njegovim prenosom prek GPIO vmesnika stalen, bi ga bilo mogocˇe
kompenzirati ob prikazu uporabniku. Cˇe pa bi bil ta cˇas nekonsistenten, bi
bil nekonsistenten tudi prikaz uporabniku.
Tpoll + Td poll < Tokvir (7.1)
Tint + Td int < Tcikel (7.2)
Matematicˇno zapisano mora delovanje orodja striktno ustrezati zahtevi,
opisati v neenacˇbi 7.1 pri implementaciji z neprestanim povprasˇevanjem, ozi-
roma neenacˇbi 7.2 pri implementaciji s prekinitvijo, kjer je Tcikel dolzˇina
komunikacijskega cikla, Tokvir dolzˇina posameznega podatkovnega okvirja,
Td int cˇasovni zamik med koncem komunikacijskega cikla in zacˇetkom pre-
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Slika 7.1: Diagram trajanj in cˇasovnih zamikov pri meritvah implementacije
s prekinitvijo.
prenosa podatkov celotnega komunikacijskega cikla preko GPIO pri imple-
mentaciji s prekinitvijo, Td poll cˇasovni zamik med koncem prejemanja po-
datkovnega okvirja in zacˇetkom prenosa podatkov preko GPIO pri imple-
mentaciji z neprestanim povprasˇevanjem in Tpoll trajanje prenosa podatkov
enega podatkovnega okvirja preko GPIO pri implementaciji z neprestanim
povprasˇevanjem (opisane vrednosti so graficˇno prikazane na slikah 7.1 in 7.2).
Posamezno implementacijo, ki ustreza tem zahtevam, se nato vrednoti
glede na standardni odklon cˇasovnih zamikov Td poll in Td int. Cˇe velja ne-
enacˇba 7.3, potem je implementacija z neprestanim povprasˇevanjem bolj
ustrezna od implementacije s prekinitvijo.
σTd poll < σTd int (7.3)
Meritve smo izvajali s pomocˇjo orodja IOM6 ADIO, ki je bilo prikljucˇeno
na signal Rx gonilniˇskega integriranega vezja in na vrata 24 razvojne plosˇcˇe
TC399 EVB. V oknu Analyzer razvojnega okolja WinIDEA so bile prikazane
zajete vrednosti orodja IOM6 ADIO. Meritve smo izvajali s postavljanjem
kazalcev na zˇeleni tocˇki meritve, nato pa smo odcˇitali cˇasovni zamik med
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Slika 7.2: Diagram trajanj in cˇasovnih zamikov pri meritvah implementacije
z neprestanim povprasˇevanjem.
Pri implementaciji z neprestanim povprasˇevanjem smo merili cˇas med
koncem posˇiljanja podatkovnega okvirja preko komunikacijske linije FlexRay
in zacˇetkom posˇiljanja podatkov preko vmesnika GPIO (Td poll). Prav tako
se je meril cˇas od zacˇetka posˇiljanja podatkov enega podatkovnega okvirja
preko GPIO do konca posˇiljanja podatkov enega podatkovnega okvirja preko
GPIO (Tpoll). Pri implementaciji s prekinitvijo pa se je meril cˇas med koncem
komunikacijskega cikla, natancˇneje koncem cˇasa NIT, in zacˇetkom posˇiljanja
podatkov preko vmesnika GPIO (Td int), meril pa se je tudi cˇas od zacˇetka
posˇiljanja podatkov preko GPIO do konca posˇiljanja podatkov enega komu-
nikacijskega cikla preko GPIO (Tint). Pri meritvah cˇasovnih zamikov Td poll
in Td int smo izmerili 35 posameznih cˇasovnih zamikov, nato pa izracˇunali
povprecˇna cˇasovna zamika T d poll in T d int ter standardna odklona σTd poll in
σTd int . Pri meritvah trajanj Tpoll in Tint pa smo izmerili 15 posameznih tra-
janj, nato pa izracˇunali povprecˇni trajanji T poll in T int. Standardnih odklo-
nov trajanj Tpoll in Tint nismo izracˇunali, saj nista pomembna za vrednotenje
delovanja prototipa. Rezultati meritev cˇasovnih zamikov Td poll in Td int se
nahaja v tabeli B.1 priloge B, rezultati meritev trajanj Tpoll in Tint pa v tabeli
C.1 priloge C. Izracˇunana povprecˇja se nahajajo v tabeli 7.2.
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Slika 7.3: Izvajanje meritev v razvojnem okolju WinIDEA. Slika prikazuje
meritev cˇasovnega zamika med koncem komunikacijskega cikla ter zacˇetkom
prenosa podatkov preko GPIO (Td int). Modri kazalec oznacˇuje cˇas konca
komunikacijskega cikla, rumeni kazalec oznacˇuje zacˇetek prenosa podatkov
preko GPIO, Td int pa je oznacˇen z vijolicˇno barvo.









T d poll 15,81 6,51
σTd poll 7,96 3,17
Tabela 7.1: Primerjava med neoptimizirano in optimizirano razlicˇico imple-
mentacije z neprestanim povprasˇevanjem pri srednji konfiguraciji omrezˇja.
Vse vrednosti so v µs.
Orodja podjetja iSYSTEM omogocˇajo snemanje izvajanja kode na pro-
cesni enoti in prikaz trajanja izvajanja posameznih metod. Po koncˇanih
meritvah srednje konfiguracije smo zaradi suma na neoptimalnost izmerjenih
cˇasovnih zamikov izvedli optimizacijo izvajanja aplikacije z uporabo orodja
BlueBox iC5700. Posneli smo izvajanje metod za branje podatkov iz ko-
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Slika 7.4: Izvajanje neoptimizirane aplikacije. Klici metode printf s sub-
rutinami zavzemajo vecˇinski delezˇ cˇasovnice. Cˇasovnica metode printf je
oznacˇena z zeleno barvo, cˇasovnice njenih subrutin pa so oznacˇene z vijolicˇno
barvo.
Slika 7.5: Izvajanje optimizirane aplikacije. Metoda handleNewData se klicˇe
z bolj konsistentnim cˇasovnim zamikom.
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munikacijskega krmilnika, pisanje podatkov na GPIO in resetiranje zastavic,
izvajanje na procesni enoti pa je bilo korelirano z aktivnostjo na komunika-
cijski liniji FlexRay ter na prikljucˇkih GPIO.
V neoptimizirani kodi so bili prisotni klici metode printf, ki so v zacˇetku
razvoja aplikacije sluzˇili za spremljanje izvajanja aplikacije preko vmesnika
UART. Kasneje jih iz kode nismo odstranili, meritve pa so pokazale, da
zavzemajo vecˇinski delezˇ izvajanja aplikacije. Iz aplikacije smo zato odstranili
uporabo vmesnika UART, optimizirali pa smo tudi ostale neoptimalne dele
aplikacije. Kot je razvidno iz tabele 7.1, je imela optimizacija velik vpliv
na povprecˇen cˇas T d poll pri implementaciji z neprestanim povprasˇevanjem.
Pri implementaciji s prekinitvijo odstranitev klicev metode printf ni imelo
vpliva na cˇas T d int, saj se je prekinitev vedno izvedla ob istem cˇasu, ne glede
na izvajanje kode ostale aplikacije.
Na sliki 7.4 je zaslonska slika razvojnega okolja WinIDEA, ki prikazuje
izvajanje neoptimizirane aplikacije, na sliki 7.5 pa izvajanje optimizirane apli-
kacije.



















Tokvir 216 216 4 4 224 224
Tcikel 8000 8000 11 11 16000 16000
T d int 216,26 32,38 224,30
T int 835,75 174,31 1799,97
T d poll 6,51 1,86 19,41
T poll 19,33 1,59 38,52
σTd int 0,016 11,32 0,013
σTd poll 3,17 0,46 11,90
Tabela 7.2: Povprecˇne vrednosti in standardni odkloni posameznih meritev
optimiziranih razlicˇic aplikacije. Vrednosti so vpisane le v poljih, ki ustrezajo
pripadajocˇi implementaciji. Vse vrednosti so v µs.
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Slika 7.6: Graf standardnih odklonov obeh implementacij pri razlicˇnih kon-
figuracijah omrezˇja. Skala je logaritemska, vrednosti so v µs.
Ob opazovanju rezultatov meritev v tabeli 7.2 pri implementaciji z ne-
prestanim povprasˇevanjem cˇasovni zamik med koncem posˇiljanja posame-
znega podatkovnega okvirja in zacˇetkom prenasˇanja podatkov preko GPIO
Td poll precej variira, kar je razvidno iz relativno visokih standardnih odklo-
nov. Povprecˇni cˇasovni zamik je najmanjˇsi pri minimalni konfiguraciji, kjer
je podatkovnih okvirjev v enem komunikacijskem ciklu najmanj, najvecˇji pa
pri maksimalni konfiguraciji, kjer je podatkovnih okvirjev najvecˇ. Prav tako
je pri minimalni konfiguraciji najmanjˇsi standardni odklon, medtem ko je pri
maksimalni konfiguraciji najvecˇji, kar nakazuje na dejstvo, da sta povprecˇni
cˇasovni zamik in standardni odklon cˇasovnih zamikov sorazmerna s sˇtevilom
podatkovnih okvirjev v enem komunikacijskem ciklu. Taki rezultati so smi-
selni, saj je frekvenca preverjanja zastavice enega podatkovnega okvirja v
registru NDAT pri manjˇsem sˇtevilu podatkovnih okvirjev viˇsja. Pri velikem
sˇtevilu zastavic, ki jih je potrebno preveriti, traja dalj cˇasa, da cikel pre-
verjanja zastavic ponovno dosezˇe zastavico, na kateri se je v vmesnem cˇasu
zgodila sprememba. Povprecˇen cˇas je zato pri vecˇjem sˇtevilu podatkovnih
okvirjev daljˇsi, posamezni cˇasovni zamiki pa so manj konsistentni.
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Ob opazovanju rezultatov meritev pri implementaciji s prekinitvijo je naj-
bolj ocˇitna korelacija med povprecˇnim cˇasovnim zamikom T d int in dolzˇino
podatkovnega okvirja Tokvir, izstopa pa minimalna konfiguracija, pri kateri
je povprecˇni cˇasovni zamik daljˇsi od dolzˇine podatkovnega okvirja, kot je
razvidno iz slike 7.6 pa je konsistentnost cˇasovnih zamikov veliko slabsˇa od
drugih dveh konfiguracij. Povprecˇni cˇasovni zamiki T d int pri implementaciji
s prekinitvijo sicer niso neposredno primerljivi s cˇasovnimi zamiki T d poll pri
implementaciji z neprestanim povprasˇevanjem, saj ne opisujejo enakega od-
seka cˇasovnice. Primerljivi pa so standardni odkloni, saj je konsistentnost
cˇasovnih zamikov najbolj pomembna lastnost orodja za analizo protokola
FlexRay. Primerjava standardnih odklonov obeh implementacij je vidna na
sliki 7.6. Dokler so cˇasovni zamiki konsistentni in znani vnaprej, je mozˇno
izracˇunati vse ostale informacije, potrebne za pravilen prikaz cˇasovnice po-
datkovnih okvirjev uporabniku.
Najverjetneje gre pri meritvah minimalne konfiguracije za kombinacijo
napacˇnih meritev ter nepravilno delovanje aplikacije. Aplikacija je v tej kon-
figuraciji pri testiranju delovala le nekaj deset komunikacijskih ciklov, nato pa
prenehala s prozˇenjem prekinitev. Cˇe se iz meritev drugih dveh konfiguracij
predpostavi, da prekinitev vedno nastopi eno dolzˇino podatkovnega okvirja
Tokvir po koncu komunikacijskega cikla, potem se lahko predvideva, da bi
moral biti ta cˇasovni zamik pri minimalni konfiguraciji enak T d int ≈ 4µs.
Tint + Td int > Tcikel (7.4)
Ker pa pri minimalni konfiguraciji prihaja do situacije, pri kateri velja ne-
enacˇba 7.4, ko je povprecˇna dolzˇina prekinitvene rutine daljˇsa od dolzˇine
komunikacijskega cikla, se med izvajanjem prekinitvene rutine sprozˇajo nove
prekinitve, preden se prekinitvena rutina izvede do konca. Izmerjeni pov-
precˇni cˇasovni zamik T d int = 32,38µs je zato verjetno napacˇen, saj so se me-
ritve izvajale od konca komunikacijskega cikla do zacˇetka prekinitve, ki ni bila
sprozˇena zaradi prejema podatkov tega komunikacijskega cikla, temvecˇ zaradi
prejema podatkov enega od predhodnih komunikacijskih ciklov. To v delo-
vanje aplikacije vnese nekonsistentnost sosledja izvajanja operacij, scˇasoma
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pa privede do prenehanja delovanja aplikacije.
V primerjavi meritev obeh implementacij se pri uposˇtevanju cˇasovnih
zamikov srednje in maksimalne konfiguracije pokazˇe bistveno vecˇja konsi-
stentnost cˇasovnega zamika Td int pri implementaciji s prekinitvijo, slabost
take implementacije pa je dolg cˇasovni zamik. Pri minimalni konfiguraciji
pa ima zaradi nezadostnega delovanja implementacije s prekinitvijo in visoke
frekvence branja zastavic v registru NDAT implementacija z neprestanim




Cilj meritev je bil raziskati, ali je pristop z uporabo MCU z vgrajenim
FlexRay krmilnikom mogocˇ, ter katera od implementacij je najbolj optimalna
za izdelavo orodja za analizo komunikacijskega protokola FlexRay. Glede na
rezultate meritev v tabeli 7.2 bi bilo orodje najbolj optimalno implementi-
rati s prekinitvami, saj tak nacˇin delovanja zagotavlja najvecˇjo konsistentnost
cˇasovnega zamika. Pri srednji in maksimalni konfiguraciji velja neenacˇba 8.1,
razlika med standardnimi odkloni obeh implementacij pa je pri maksimalni
konfiguraciji skoraj 1000-kratna.
σTd int < σTd poll (8.1)
Izstopajocˇe meritve pri minimalni konfiguraciji omrezˇja pa nakazujejo na dej-
stvo, da take implementacije ni mogocˇe uporabiti v vseh mozˇnih konfigura-
cijah omrezˇja FlexRay, saj pri tej konfiguraciji ne ustreza pogoju v neenacˇbi
8.2.
Tint + Td int < Tcikel (8.2)
Orodje bi imelo pri implementaciji s prekinitvijo zato omejitev za najmanjˇso
dolzˇino komunikacijskega cikla, pri kateri bi ta pogoj sˇe izpolnjevalo, kar pa
za potrebe podjetja ni sprejemljivo. Dodatna pomanjkljivost implementacije
s prekinitvijo je nezmozˇnost zajemanja podatkov iz komunikacijskih ciklov, ki
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se zaradi razlicˇnih razlogov niso prenesli v celoti, kar omeji zmozˇnost analize
napak v omrezˇju.
Prednost implementacije z neprestanim povprasˇevanjem je mozˇnost anali-
ziranja podatkovnih okvirjev preden se komunikacijski cikel izvede do konca.
Tak nacˇin delovanja omogocˇa umesˇcˇanje podatkovnih okvirjev na cˇasovnico
brez potrebe po branju identifikacijskih sˇtevil okvirjev in racˇunanja pravilne
umestitve relativno na komunikacijski cikel. To omogocˇa pravilno umesˇcˇanje
podatkovnih okvirjev, ki vsebujejo napake, zaradi katerih zaporedne sˇtevilke
ni mogocˇe prebrati, ali pa podatkovnih okvirjev, ki so se poslali v napacˇnem
cˇasovnem odseku. Konsistentnost cˇasovnih zamikov pa je, razen pri zelo
kratkih komunikacijskih ciklih, premajhna, da bi bila taka implementacija
sprejemljiva pri orodju za analizo protokola FlexRay.
Mozˇna resˇitev, ki se je pri preteklih podobnih projektih izkazala za us-
pesˇno, je implementacija celotnega orodja v FPGA. Tak pristop pa bi zah-
teval veliko cˇasa in sredstev, zato bi bilo smiselno vlozˇiti sˇe nekaj cˇasa v
optimizacijo pristopa, opisanega v tem diplomskem delu. Mozˇno podrocˇje
za optimizacijo je cˇasovni zamik pri prozˇenju prekinitve v primeru kratkih
komunikacijskih ciklov. Raziˇscˇe se lahko, zaradi katerega razloga pride do
tako dolgega cˇasovnega zamika pri minimalni konfiguraciji, ter kateri dejav-
niki vplivajo nanj. Drugo mozˇno podrocˇje za nadaljni razvoj je paralelizacija
izvajanja aplikacije, saj MCU TC399XE vsebuje vecˇ jeder, ki bi lahko pre-
vzela del opravil in s tem sprostila jedro, ki pri implementaciji z neprestanim
povprasˇevanjem bere zastavice v registru NDAT. Tretje mozˇno podrocˇje pa
je implementacija hibridnega pristopa, kjer bi se pri kratkih komunikacijskih
ciklih uporabil pristop z neprestanim povprasˇevanjem, pri daljˇsih komunika-
cijskih ciklih pa pristop s prekinitvijo.
Pristop z neprestanim povprasˇevanjem bi bilo mozˇno nadgraditi z uvedbo
posebnega simbola v deserializacijskem protokolu, ki bi oznacˇeval konec ko-
munikacijskega cikla. Posamezni podatkovni okvirji bi se tako sˇe vedno
posˇiljali sproti, z nekonsistentnimi cˇasovnimi zamiki, ob koncu komunika-
cijskega cikla pa bi se sprozˇila prekinitev, v kateri bi se prek vmesnika GPIO
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poslalo poseben simbol za konec komunikacijskega cikla. Ta simbol bi bil
poslan s konsistentnim in vnaprej znanim cˇasovnim zamikom, zato bi se ga
uporabilo za izracˇun popravkov cˇasovnih zamikov posameznih podatkovnih
okvirjev. V najslabsˇem primeru se simbol za konec komunikacijskega cikla
ne bi poslal, ali pa zaradi razlicˇnih razlogov ne bi bil uporaben za izracˇun
popravkov. Takrat bi se uporabniku prikazalo podatkovne okvirje brez kom-
penzacije cˇasovnih zamikov, kar ni idealno, je pa bolje od nezmozˇnosti pri-
kazovanja podatkovnih okvirjev v primeru napak na komunikacijski liniji
FlexRay.
Za nadaljni razvoj izdelka je potrebno izbrati ustrezno strategijo odpra-
vljanja opisanih pomanjkljivosti implementacije. Ko bo izdelan prototip, ki
bo ustrezno deloval na vseh konfiguracijah omrezˇja, bo potrebno implemen-
tirati drugi del orodja, ki bo sluzˇil kot pretvornik med vmesnikom GPIO ter
komunikacijsko linijo FNET. Ta del orodja bo izdelan v tehnologiji FPGA.
Na koncu bo potrebno implementirati ustrezen prenos podatkov v razvojno
okolje WinIDEA, dekodiranje komunikacijskih okvirjev FlexRay, in prikaz
podatkov uporabniku na cˇasovnici v korelaciji z ostalim dogajanjem v anali-
ziranem sistemu.
To diplomsko delo opisuje le zacˇetne faze postopka razvoja orodja za
analizo protokola FlexRay. Za dopolnitev do delujocˇega izdelka bo potrebno
vlozˇiti sˇe veliko cˇasa in dela, pridobljeno pa je bilo znanje, ki bo v podjetju
uporabljeno tudi pri razvoju drugih izdelkov, saj je bil preizkusˇen drugacˇen
pristop k razvoju perifernih modulov za orodje BlueBox. Iz diplomskega
dela je razvidno, da na prvi pogled preprosta naloga obsega veliko razlicˇnih
podrocˇij, uporabo vecˇ razlicˇnih tehnologij in resˇevanje inzˇenirskih problemov,
ki nimajo vedno jasne enolicˇne resˇitve, zaradi cˇesar daje dober vpogled v del
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TC299TX 2 LFBGA-516 8 MB 2776 KB ASC(LIN/SPI), CAN
TC299TY 2 LFBGA-516 8 MB 2776 KB ASC(LIN/SPI), CAN
TC299TP 2 LFBGA-516 8 MB 728 KB ASC(LIN/SPI), CAN
TC298TP 2 LFBGA-416 8 MB 728 KB ASC(LIN/SPI), CAN
TC297TA 2 LFBGA-292 8 MB 2776 KB ASC(LIN/SPI), CAN
TC297TB 2 LFBGA-292 8 MB 2776 KB ASC(LIN/SPI), CAN
TC297TX 2 LFBGA-292 8 MB 2776 KB ASC(LIN/SPI), CAN
TC297TY 2 LFBGA-292 8 MB 2776 KB ASC(LIN/SPI), CAN
TC297TP 2 LFBGA-292 8 MB 728 KB ASC(LIN/SPI), CAN
TC297T 2 LFBGA-292 8 MB 728 KB ASC(LIN/SPI), CAN
Druzˇina TC39x
TC397XA 2 LFBGA-292 16 MB 6912 KB ASC(LIN/SPI), CAN
TC397XX 2 LFBGA-292 16 MB 6912 KB ASC(LIN/SPI), CAN
TC397XP 2 LFBGA-292 16 MB 2816 KB ASC(LIN/SPI), CAN
TC399XX 2 LFBGA-516 16 MB 6912 KB ASC(LIN/SPI), CAN
TC399XP 2 LFBGA-516 16 MB 2816 KB ASC(LIN/SPI), CAN
TC399XE 2 LFBGA-516 16 MB 6912 KB ASC(LIN/SPI), CAN
Druzˇina XC2000
XC2269I 2 LQFP-100 1088 KB 90 KB UART, SSC(SPI), CAN
XC2289I 2 LQFP-144 1088 KB 90 KB UART, SSC(SPI), CAN
XC2289H 2 LQFP-144 1600 KB 138 KB UART, SSC(SPI), CAN
XC2299H 2 LQFP-176 1600 KB 138 KB UART, SSC(SPI), CAN
XC2388C 2 LQFP-144 1088 KB 138 KB UART, SSC(SPI), CAN
XC2368E 2 LQFP-100 1088 KB 90 KB UART, SSC(SPI), CAN
XC2388E 2 LQFP-144 1088 KB 90 KB UART, SSC(SPI), CAN
XC2768X 2 LQFP-100 1088 KB 90 KB UART, SSC(SPI), CAN
XC2788X 2 LQFP-144 1088 KB 90 KB UART, SSC(SPI), CAN
Druzˇina MPC5777M
SPC5777MK0MVA8 2 512-FBGA 8640 KB 404 KB LINFlexD, MCAN
SPC5777MK0MVU8 2 416-BBGA 8640 KB 404 KB LINFlexD, MCAN
SPC5777MK0MVU8R 2 416-BBGA 8640 KB 404 KB LINFlexD, MCAN
SPC5777MK0MVA8R 2 512-FBGA 8640 KB 404 KB LINFlexD, MCAN
Tabela A.1: Tabela kandidatov za izbiro MCU.
Priloga B
Tabela meritev cˇasovnih


































18,82 2,77 216,23 2,47 34,65 224,29 15,49
19,92 6,7 216,29 2,43 77,2 224,3 0,21
21,39 10,9 216,25 2,32 29,12 224,29 25,12
23,12 4,22 216,27 2,35 27,52 224,28 10,84
28 8,73 216,25 2,22 27,12 224,31 36,02
19,73 3,17 216,28 2,15 28,52 224,31 22
12,31 9,58 216,28 2,15 24,32 224,31 8,32
4,64 4,61 216,26 2,05 41,02 224,31 34,85
25,8 11,39 216,28 2,05 27,71 224,3 21,78
18,94 7,42 216,25 1,92 27,12 224,32 9,05
12,49 3,69 216,27 1,82 23,72 224,32 36,53
6,28 11,3 216,25 1,86 45,82 224,32 24,44
0,49 8,17 216,25 1,77 42,52 224,3 12,67
23,01 5,4 216,28 1,75 42,62 224,31 1,25
17,82 2,89 216,26 1,65 23,71 224,32 29,95
12,78 0,76 216,28 1,55 23,72 224,26 19,15
8,15 9,96 216,24 1,57 28,52 224,32 8,63
3,78 8,47 216,28 1,42 29,12 224,31 38,37
27,96 7,18 216,26 1,4 27,12 224,31 28,52
24,18 6,24 216,28 1,37 44,62 224,3 18,97
20,82 5,54 216,26 1,28 23,71 224,31 9,72
14,72 9,47 216,28 1,22 23,72 224,3 0,86
15,81 2,16 216,25 1,13 23,71 224,31 5,46
17,3 6,34 216,27 1,15 46,62 224,3 28,17
19 10,91 216,25 1,08 23,71 224,31 10,62
23,96 4,41 216,29 0,99 23,72 224,29 32,68
15,68 9,95 216,25 2,48 29,12 224,31 16,12
8,26 5,36 216,28 2,42 27,52 224,3 39,74
0,59 0,41 216,26 2,39 27,12 224,3 23,82
21,72 7,81 216,28 2,35 46,82 224,3 8,19
14,89 3,22 216,24 2,23 46,82 224,29 32,77
8,46 10,95 216,27 2,15 27,02 224,3 17,81
2,24 7,27 216,26 2,12 27,72 224,32 3,18
24,59 4,12 216,28 2,04 27,71 224,3 28,72
Tabela B.1: Tabela meritev cˇasovnih zamikov Td poll in Td int posameznih
konfiguracij komunikacijskega omrezˇja. Vse vrednosti so v µs.
Priloga C
Tabela meritev trajanj T poll





























19,33 835,75 1,62 188,51 1799,98 38,53
19,32 835,75 1,58 230,68 1799,99 38,51
19,32 835,73 1,58 88,1 1799,92 38,52
19,32 835,79 1,58 100,59 1800,04 38,53
19,28 835,71 1,57 100,74 1799,98 38,51
19,35 835,78 1,61 83,19 1799,95 38,54
19,32 835,78 1,58 87,99 1799,92 38,52
19,35 835,75 1,58 83,12 1799,94 38,52
19,32 835,73 1,58 337,93 1799,99 38,5
19,3 835,77 1,57 431,46 1799,96 38,53
19,35 835,76 1,61 225,47 1800,01 38,51
19,32 835,74 1,59 148,64 1799,93 38,54
19,34 835,71 1,61 350,38 1800,02 38,51
19,36 835,79 1,58 78,86 1799,98 38,53
19,35 835,75 1,57 79,05 1799,97 38,52
Tabela C.1: Tabela meritev trajanj Tpoll in Tint posameznih konfiguracij ko-
munikacijskega omrezˇja. Vse vrednosti so v µs. Vse meritve so bile izvedene
na optimiziranih razlicˇicah aplikacij.
