The paper presents a Grid Service allowing to detect and extract the longest common sub-spectrum among a set of mass spectrometry spectra data. The service is based on a novel pattern extraction algorithm named LCSS (Longest Common Spectra SubString) that adapts a very popular string matching technique based on Suffix Trees to spectra data. The core of the algorithm and a first performance evaluation of the related Grid Service are discussed.
Introduction
Mass Spectrometry (MS) is a technique allowing to identify the masses of macromolecules in a compound. The mass spectrometer separates gas phase ions according to their m/z (mass to charge ratio) values [1] . Mass Spectrometry output can be represented as a (large) sequence of value pairs, said spectrum. Each pair contains a measured intensity, which depends on the quantity of the detected biomolecule, and a mass to charge ratio (m/z), which depends on the molecular mass of the detected biomolecule. Spectra may be affected by errors and noise so they are usually preprocessed before conducting any further data mining or pattern extraction analysis, e.g. classification of diseased vs healthy patients. Classifiers usually separate classes through few peaks. A complementary approach could require that entire sub-spectrum are repeated among samples of the same class, thus it could be important to extract from a set of spectra some common pattern (i.e. a common sub-spectrum) that could be representative of a class.
Pattern extraction is a technique widely used in bioinformatics and especially in protein sequence analysis. Stringbased pattern extraction works on strings representing protein sequences and a lot of algorithms have been developed for detecting and extracting common sub-strings or subsequences, such as those based on Suffix Trees [10] . The paper presents a novel pattern extraction algorithm allowing to detect and extract the longest common sub-spectrum among a set of MALDI-TOF spectra. The proposed algorithm, named LCSS (Longest Common Spectra SubString), adapts a very popular string matching technique, the Suffix Tree, to spectra data. It has been implemented as a Grid Service and a first performance evaluation is presented. The main reason to use string-based algorithms to face the problem of pattern extraction from spectra is their high efficiency and their suitability to solve a lot of pattern extraction problems, such as exact string matching, common substring, common subsequence, longest common substring, longest common subsequence, repetitive structures in biological data, etc. [10] .
On the other hand, the Grid offers the storage and computational power to store huge spectra data and perform spectra preprocessing and analysis algorithms. The Life Science Grid Research Group [9] of the Global Grid Forum [7] aims to investigate how bioinformatics requirements can be fitted and satisfied by Grid services and standards. Emerging BioGrids will leverage bioinformatics tools wrapped as Grid Services as well as semantic middleware services offered by Knowledge Grids [5] [15] and Semantic Grids [2] [6] . The proposed Grid Service goes along this direction. Section 2 introduces MS data. Section 3 presents the proposed pattern extraction algorithm. Section 4 discusses preliminary results, while Section 5 summarizes the paper and describes future work.
Mass Spectrometry Data
Mass Spectrometry (MS) is a technique allowing to identify the masses of macromolecules in a compound. The mass spectrometer separates gas phase ions according to their m/z (mass to charge ratio) values [1] . The sample can be inserted directly into the ionization source or can be separated into different components which enter the spectrometer sequentially, e.g. by using Liquid Chromatography (LC). Common ionization techniques are Electrospray Ionization (ESI), Surface Enhanced Laser Desorption/Ionization (SELDI), and Matrix-Assisted Laser Desorption/Ionization (MALDI), coupled with different kind of mass analyzers such as Time Of Flight (TOF) or quadrupole ion traps. Mass Spectrometry output can be represented as a (large) sequence of value pairs (spectrum). Each pair contains a measured intensity, which depends on the quantity of the detected biomolecule, and a mass to charge ratio (m/z), which depends on the molecular mass of the detected biomolecule.
Mass spectrometry is emerging as an important tool for biomarker discovery. Body fluids as well as tissues can be routinely used to generate protein profiles, containing potential disease markers whether individual proteins or sets of interacting proteins [13] . Data Mining is commonly used to discover biomarker patterns in spectra data [8] , but a number of technical challenges need to be faced, among which is the extremely high-dimensionality of mass spectra. A typical mass spectrum has several thousands of attributes that exhibit a high degree of spatial redundancy. The exact number depends on the type of mass spectrometry instrument that is used, its resolution, and the mass range it covers.
Spectra preprocessing aims to correct intensity and m/z values in order to reduce noise, reduce the amount of data, and make spectra comparable [3] , [12] , [11] , [14] . Binning performs data dimensionality reduction by aggregating measured data into bins: a set of peaks from a spectrum is substituted with a unique peak (I, m/z), whose intensity I is an aggregate function of the original intensities (e.g. their sum), and the mass m/z is usually chosen among the original mass values (e.g. the median value). Peaks alignment corrects errors on m/z measurements finding a common set of peak locations in a set of spectra, in such a way that all aligned spectra will have common m/z values for the same biological entities . Moreover, a small number of individuals are chosen to be included in clinical study, so pattern extraction has to deal with the problem of high dimensionality small sample size. Indeed, spectra can yet exhibit hundreds or thousands of peaks after preprocessing, thus string-based pattern extraction can complement data mining methods.
String-based Spectra Pattern Extraction
The main idea of the paper is to apply a string-based pattern matching algorithm, the Longest Common Substring algorithm based on Suffix Tree [10] , to spectra data. After recalling Suffix Trees the proposed LCSS algorithm is described.
Background on Suffix Trees
Any string of length m can be represented by its m suffixes, and these suffixes can be stored in a data structure said Suffix Tree (ST). Given the string 'mississippi', 'miss' is a prefix, 'ippi' is a suffix, and 'issi' is a substring. Note that a substring is a prefix of a suffix.
If
.., t m , is the suffix of T that starts at position i. All suffixes of 'mississippi' are showed in Figure 1 .
Figure 1. All suffixes of 'mississippi'
Creating the ST requires time O(m) and searching for a pattern P in it requires time O(n), where n is the length of the pattern. An important aspect is the possibility to decouple the creation of the ST from the search of the pattern. These properties make the suffix tree an interesting data structure for implementing many string-based applications, e.g. multiple genome alignment in bioinformatics. The first linear-time suffix tree algorithm was developed by Weiner in 1973, after McCreight realized a more space efficient algorithm in 1976, and Ukkonen produced an "online" variant of it in 1995 [10] . The key to search speed in a suffix tree is that there is a path from the root for each suffix of the text. This means that at most n comparisons are needed to find a pattern of length n.
If the non-empty suffixes are sorted it is evident that some of them (may) share common prefixes. Here there are substrings starting with 'i', 'm', 'p' and 's', but all of those starting 'is', in fact start 'issi'. Two or more common prefixes share a common path from the root of the suffix tree. Now, a search (sub)string P must be a prefix of a suffix of T , if it occurs in T . The suffix tree for 'mississippi' is showed in Figure 2 .
When there is more than one string to be searched a Generalized Suffix Tree (GST) can be created [10] . As the GST contains more than one string, each leaf node contains an identifier indicating the string associated with this suffix, and a second identifier indicating the position of the suffix. The Longest Common Substring (LCS) of two strings, T 1 and T 2 , can be found by building a generalized suffix tree for T 1 and T 2 : each node is marked to indicate if it represents a suffix of T 1 or T 2 or both. The deepest node marked for both T 1 and T 2 represents the longest common substring. Equivalently, one can build a (basic) suffix tree for the string T 1 $T 2 #, where '$' is a special terminator for T 1 and '#' is a special terminator for T 2 . The longest com- 
The LCSS Algorithm
Since spectra data are couples of real numbers, (intensity, m/z), a first problem is to transform spectra in strings so that suffix trees and generalized suffix trees can be computed. The simple approach proposed here is to sample intensity values mapping them onto discrete values each one corresponding to a letter of an alphabet. Let be A an alphabet of N symbols, and maxIntensity and minIntensity the maximum and minimum intensity values, the intensity domain can be partitioned into N quantization intervals [minIntensity + (i * K), minIntensity + ((i + 1) * K)], i = 0, ..., N − 1, where K = (maxIntensity − minIntensity)/N is the quantization level. Thus, a peak of intensity I it can be associated to the symbol A j , if I belongs to the jth quantization interval. Figure 3 shows the quantization procedure when the ASCII coded alphabet is used.
To effectively compare different spectra whose intensities are represented through strings spectra must be aligned, i.e. the same molecular component need to have the same mass on each sample. Thus, before intensities can be quantified, spectra must be aligned with respect to masses. The work [3] surveys some recent spectra preprocessing algorithms including spectra alignment.
We name Longest Common Spectra Substring (LCSS) the algorithm that finds the longest common sub-spectrum in a set of mass spectra. Its pseudo-code is showed in Figspectrum2string (N: integer; S: spectrum): spectrum Input: N; //size of the alphabet, e.g. 64, 128, 256 S; //input spectrum Output: T; //converted spectrum { Compute maxIntensity, minIntensity; K=(maxIntensity-minIntensity)/N for i=0 to length(S) { T Figure 3 . The quantization procedure ure 4. The current version of the algorithm compares two spectra S 1 and S 2 . After the two spectra are converted into strings T 1 and T 2 , the proposed algorithm builds the GST and then the Longest Common Substring (LCS) is computed by finding the deepest node marked for both T 1 and T 2 . Since the algorithm provides the position of the LCS in T 1 and T 2 , namely i and j, it is possible to extract the corresponding sub-spectrum from each spectrum S 1 and S 2 simply selecting the peaks (intensity, m/z) staring respectively at positions i and j. The two sub-spectrum can be compared to find how the quantization error impacts on the length of discovered sub-spectrum. Moreover, since the position of the sub-spectrum in both spectra deals with masses of molecules, the significance of the discovered common pattern can be evaluated with respect to the positions i and j. Very close positions mean that the common pattern refers to common masses, whereas very different positions may have few of significance. LCSS(N: integer; S1, S2: spectrum; l, i, j: integer) Input: N; //size of the alphabet, e.g. 64, 128, 256 S1, S2; //input spectra Output: l; //length of the common sub-spectrum i, //position of the common sub-spectrum in S1 j; //position of the common sub-spectrum in S2 { T1 = spectrum2string(N,S1); T2 = spectrum2string(N,S2); GST = GenSuffixTree(T1, T2); //build the GST LCS (l, i, j); //find the longest common substring in GST; } Figure 4 . The LCSS algorithm
[i].intensity = char(S[i].intensity / K) T[i].mass = S[i].mass } return T; }

Performance Evaluation
The LCSS algorithm has been implemented as a Globus Grid Service and deployed on a Grid. A first performance evaluation regards the behavior of the core algorithm when used to find the longest common sub-spectrum on a real spectra dataset. In such study we measured respectively the LCSS execution time, the length and the positions of the discovered LCSS, and the difference (error) between the sub-spectrum evaluated on the first and the second input spectra, after recovering real intensity values. Such measurement were taken varying the quantization parameter N (i.e. the alphabet size).
The second performance study regarded the response time of different instances of the algorithm wrapped as a Grid Service deployed on a small Grid composed by three computers. Execution times and spectra transfer times were measured considering one Grid Service receiving two input spectra from, respectively, 1, 3 and 6 clients installed on such a Grid.
Algorithm Evaluation
The input dataset is obtained by two set of experiments. In the first experiment, a biological human serum has been processed by a MALDI-TOF mass spectrometer obtaining the A 1 spectrum. Such processing has been repeated four times obtaining the spectra A 2 , A 3 , A 4 , and A 5 . Although they are replicas of the same sample, their values are not exact replicas of the A 1 values, due to noise and instrument perturbation. In the second experiment, the same serum of the first experiment has been mixed with two known proteins and, using the same approach, the spectrum B 1 and replicas B 2 , B 3 , B 4 , and B 5 , have been obtained. The adding of two proteins to the original serum produces some perturbation on the spectrum, yet maintaining some common sub-spectrum. Each spectrum contains 34671 peaks. The masses range between 3999.749927 and 20000.324102 Dalton. Spectra A 1 and B 1 are respectively showed in Figures 5 and 6 . The discovered LCSS is indicated by a circle. Table 1 shows the maximum and minimum intensity values for the ten spectra. Table 2 shows for the couple of spectra A 1 and B 1 respectively the LCSS length, its initial positions in A 1 and B 1 , namely i and j, the gap |i − j|, and 2-norm average relative error, when varying N . Similar results are obtained when searching the LCSS on the remaining spectra. Figure 7 shows the LCSS excution time when varying N . Execution time decreases when the quantization level increases. In fact, for lower values of N the alphabet comprises a small set of characters so the strings obtained by the source spectra contain many similar characters. This increases the time requested to find the LCSS on the GST. Instead, an higher value of N , i.e. a richer alphabet, simplifies the search of the LCSS on the GST since there are less identical characters.
On the other hand, a low N introduces great approximation and quantization error, so it happens that for low values of N the length of the LCSS increases (due to a worse quantization), the positions i and j of the sub-spectrum in the input spectra tend to be greatly unaligned and finally, the difference (error) between the sub-spectrum computed on the two spectra increases. On the contrary, large N in- relative (2AR) error is defined as:
Figure 10. Error vs Alphabet Size
Grid Service Evaluation
The basic environment used for the evaluation on the Grid comprises a Grid Service implementing the LCSS algorithm and a client able to load two spectra from the file system (e.g. A 1 and B 1 ), send them to the server and receiving the discovered LCSS (see Figure 11 ). We conducted a set of experiments varying the number of clients that contemporarily sent search requests to just one LCSS Grid Service. The number of clients C was respectively 1, 3, and 6. Table 3 shows respectively the average times needed to send the spectra (T s ) to the Grid Service, to execute the LCSS algorithm (T e ), to receive the results (T r ), i.e. length and position of the discovered LCSS, on the client, and the overall response time (T ). It is possible to note that although the number of clients increases from 1 to 6, the overall response time per search increases only slightly: this is due to the parallel multi-threaded implementation of the LCSS Grid Service. 
Figure 11. LCSS Grid Service and Client
Conclusions and Future Work
The main contribution of the proposed system is the combination of a very popular string matching technique based on Suffix Trees with functions for the preprocessing and management of mass spectrometry data. The first performance results are encouraging so future work will regard the extension of the algorithm to face more than two spectra and to allow the contemporary detection of more sub-spectra, and its combination with spectra preprocessing techniques. The proposed Grid Service will be made available through MS-Analyzer [4] , a software platform for spectra management and analysis developed at University of Catanzaro, Italy.
