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オブジェクト指向プログラミング学習環境としての
Morphic とその授業実践
伊 藤　栄 一 郎
はじめに
本稿では、オブジェクト指向プログラミング
（以下、OOP と略す）の学習に、Morphic と呼
ばれる GUI フレームワークを用いた演習方法
について述べる。
現在、専門ゼミナール（以下、ゼミと略す）
では、プログラミング言語やその方法論をテー
マとし、３年次で基礎的なプログラミング言語
や方法論について学び、４年次でその実践的な
応用としてソフトウェア開発を行っている。ス
マートフォンやタブレットなどの普及により、
モバイル端末のアプリケーション開発を希望す
る学生が増えてきた。スマートフォンのシェア
の殆どを占める iPhone や Android では、Ob-
jective C や Java といったオブジェクト指向プ
ログラミング言語でプログラムを作成するた
め、３年次にオブジェクト指向プログラミング
パラダイムを取り上げることが以前よりも多く
なった。
OOP の諸概念を理解することは重要である
が、それらの学習や教育は難しいと考えられて
いる。１）２）３） その理由として、「オブジェクト
の概念の具体的イメージがわかない」、「OOP
固有の概念を手続き型言語の延長線上で理解し
ようとして混乱する」３）といったことが挙げ
られている。これらの問題点に対応するために、
さまざまな試みが行われている１）２）３）が、筆
者はオブジェクトを視覚的に表した環境を用い
て OOP の諸概念を直感的に把握すれば、OOP
を効果的に学ぶ助けになるのではないかと考え
ている。そこで、Morphic という GUI フレー
ムワークを利用することにより、オブジェクト
やオブジェクト間の連携を視覚化し、OOP の
学習に役立てたいと考えた。
オブジェクト指向プログラミング
オブジェクト指向プログラミングは、オブジ
ェクトを中心に据えるプログラミングパラダイ
ムの１つである。2012 年９月時点でのプログ
ラミング言語の人気ランキング（表１）による
と、１位から 10 位のうち過半の言語が、オブ
ジェクト指向プログラミングパラダイムを採用
した言語となっており、現在のソフトウェア開
発において主流のプログラミングパラダイムで
あるといえる。
OOP をパラダイムとするプログラミング言
語は表１以外にも多数あるが、その特徴的な概
念として以下のようなものが挙げられる。
表１）プログラミング言語ランキング（2012/9，
RedMonk より４））
１．JavaScript（＊）
２．Java（＊）
３．PHP
４．Python（＊）
５．Ruby（＊）
６．C#（＊）
７．C++（＊）
８．C
９．Objective-C（＊）
10．Shell
（OOPをパラダイムとする言語には＊を付けている）
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１．データ（プロパティ）と手続き（メソッ
ド）をカプセル化するオブジェクト
２．オブジェクト間のメッセージ送受信（メ
ッセージパッシング）
３．クラスやプロトタイプによるオブジェク
ト生成
４．継承や委譲
５．ポリモーフィズム
これらは OOP を標榜するプログラミング言
語によって、実現方法や重点の置き方が異なっ
ているものの、OOP 言語を習得する上で理解
することが必要となる概念である。
Morphic
Morphic は Sun Microsystems においてプロ
グラミング言語 Self のために開発された GUI
フレームワークである。５）開発者の一人である
John Maloney は、Smalltalk/80 の実装の一つ
で あ る Squeak に Morphic を 移 植 し た。６） 
Smalltalk/80 の GUI フレームワークとしては
MVC が有名であるが、Morphic は MVC を置
き 換 え る べ く 積 極 的 に 開 発 が 続 け ら れ、
Squeak から派生した Pharo9）や Cuis10） などさ
まざまな処理系で用いられている。（図１）
MVC で は、Model-View-Controller と い う
３種類のオブジェクトが互いに役割分担して
GUI を構築する。Model がドメインを、View
が表示を、Controller がユーザからの操作を司
り、互いにメッセージを介して協調しながらユ
ーザとの対話を行う。ユーザからの操作は、
Controller を通じて Model に伝えられ、Model
に加えられた変更は、update メカニズムによ
って View に伝えられ、View が Model へ状態
を問い合わせることで表示を変える。６）
MVC に 対 し て Morphic で は、 モ ー フ
図１：Morphic フレームワークを利用したPharo の対話的環境
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（Morph）と呼ばれる特殊なオブジェクトが、
MVC の View と Controller の役割を担うこと
で、ユーザとの対話を一手に引き受ける。モー
フはオブジェクトの内部的な状態の変化や外部
からの操作に反応する視覚的な表現であり、直
接操作できるだけでなく、操作に対して直ちに
反応できる。５） また、モーフは他のモーフに埋
め込んで機能させることもできる。Windows
や Mac などの GUI ウィジェットのように、モ
ーフ単独では限られた能力しか持たないが、複
数のモーフを埋め込み、協調して動作させるこ
とで複雑な振る舞いをさせることができる。
Morphic を使うことでユーザとの対話を行う
アプリケーションが容易に構築できる。実行時
にオブジェクトの内部を直接調べることも可能
で、動作に不具合があった場合には、内部状態
にアクセスして問題部分を修正し、動作を継続
させることができる。
Morphic によるOOP演習
モーフは視覚化されたオブジェクトであり、
オブジェクトの内部状態を直接的に把握できる
という利点を生かせば、オブジェクト指向プロ
グラミングの学習の初期段階において抽象的に
扱いがちだったオブジェクトという概念を、モ
ーフという具体的な形で捉えることができるだ
ろう。単にウィジェットとして表示や操作する
だけでなく、内部状態を調べたり、変えたりで
きるという機能を活用すれば、オブジェクトの
本質を理解する強力なツールになる。そこで、
2011 年度からゼミにおける OOP の学習を、
Morphic を用いて行うことにした。演習を行う
にあたって、以下のような学習到達目標を立てた。
１．オブジェクトを具体的にイメージできる
こと。
２．クラスとオブジェクトの関係を理解でき
ること。
３．プロパティやメソッドの意味や使い方が
わかること。
４．メッセージパッシングによるオブジェク
ト間通信が理解できること。
５．オブジェクト同士の連携によってプログ
ラムが動作することが理解できること。
これらの目標に沿って計画を立て、実施した。
ゲームを題材とした演習
2011 年度のゼミではゲームを題材として演
習を行った。ゲームを選んだ理由は以下の通り
である。
１．学生の関心を引きやすい。
２．対象領域を理解するための時間が少なく
てすむ。
３．プログラムの目的や意味を理解するのが
容易である。
４．振る舞いの正誤を判定しやすい。
本格的なゲーム開発を目的にすると、高度な
数学の理解や応用、チューニング技術等が必要
となるため、OOP の理解という目的に沿った
シンプルなゲームを題材として選んだ。
１年間の授業期間のうち、前期に２つ、後期
に１つ、合計３つのゲームを題材とした。前期
は、予め準備しておいた題材を用いて、OOP
の概念や技法の理解と習得を目標とした。後期
は学生自身の手によってオリジナルなプログラ
ムを作りあげることを目標とした。
JackPot
最初に題材としたゲームは、オンラインのゲ
ーム制作雑誌「がまぐ！」（2011/２号）の記事
「ゲームデザインということ」で取り上げられ
た JackPot（図２）である。７）JackPot は単純
な要素（プレイヤー、敵、宝物）からなる
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Java 言語で記述されたゲームで、敵につかま
らずに宝物を集めるというシンプルなものであ
る。
演習の内容
元の記事は、初期版のゲームに改良を加える
ことでゲームを面白くしていき、ゲームデザイ
ンについて考えるという内容である。演習では
記事と同じように改良をしていくが、ゲームデ
ザインについて学ぶというより、ゲームの改良
を通じてプログラムと実際の動作とを結び付
け、OOP の諸概念を学ぶようにした。
具体的な内容としては、予め Morphic に移
植しておいた JackPot の初期版を配布し、記述
されたプログラムと実際の動作を見比べる。初
期版のプログラムでは、プレイヤーと敵が同じ
速度のため全ての宝物を取り終える前に最短距
離で移動する敵につかまってしまう。そこで、
プレイヤーの速度を２倍にする改良を行わせ
た。速度を２倍にするとゲームが簡単になりす
ぎるため、宝物を取った際の待ち時間を設けて
ゲームの難易度を増し、最終的には待ち時間を
少しずつ増やすことで、ゲームの面白さを加え
ていった。
JackPot の構成
JackPot のプログラムは、クラス数が４、メ
ソッド数が 30 の小さなものである（表２）。個々
のメソッドも小さく、平均行数は４行以下であ
る。画面に表示されるもの（プレイヤー、敵、
宝物、ゲームの背景）は、全てモーフとしてク
ラス定義している。
JackPot の 動 作 は、 ゲ ー ム の 本 体 を 表 す
JackPot クラスの初期化（initialization）から
始まる。JackPot クラスの初期化において、プ
レイヤー（JPPlayer）や敵（JPEnemy）、宝物
（JPTreasure）のモーフを生成し、画面上に配
図２：JackPot ゲーム
表２　JackPot のクラス構成
実装クラス名 ゲームにおける役割 実装メソッド数
JackPot JackPot ゲーム本体 15
JPEnemy 敵キャラクター 5
JPPlayer プレイヤー 5
JPTreasure 宝物 5
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置する。初期化後は、Morphic のフレームワー
クから JackPot へ定期的（１/10 秒毎）に step
メッセージが送られ（図３の①）、step を受け
取った JackPot は他のオブジェクトに move メ
ッセージを送る（図３の②）。個々のモーフは、
自分自身の動作に必要な処理を行うことでゲー
ムが進んでいく（図３の③）。
JackPot のプログラム規模は非常に小さいた
め、プログラム全体を把握したり、個々のメソ
ッドの役割や意味を理解したりすることが容易
である。また、モーフの動きを制御する step
メッセージの送信を手動で行い、少しずつゲー
ムを進行させることができるため、どのメッセ
ージがどんな動作を引き起こすのかを実験した
り、モーフの内部状態を確認してプログラムの
理解を深めたりすることができる。
JackPot で扱った主な概念は以下のようなも
のである。
オブジェクトとメッセージ送信、メッセー
ジとメソッド、クラスによるインスタンス
の生成、座標、イベントと stepping、色、
変数と束縛、プロパティとインスタンス変
数、四則演算、ポリモーフィズム
この演習では、OOP の基本的な概念の紹介
にとどめ、ゲームとプログラムとを対応づける
ことを主眼においた。
Danmaku
次の題材は、JackPot と同様に「がまぐ！」
の記事「脳内麻薬とゲーム」で取り上げられた
弾幕シューティングゲーム（以下、Danmaku
と略す）である。（図４）８）このゲームは、押
し寄せてくる弾丸をプレイヤーが避け続けると
いう単純なものだが、反射神経が要求されるゲ
ームである。
図３：JackPot の動作原理
図４：Danmaku ゲーム
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演習の内容
JackPot では動作するプログラムを学生に提
示したが、Danmakuではプログラムを見せず、
ゲームの動作から推測してプログラムを作らせ
るようにした。JackPot で学んだ概念を用いて
プログラムを作ることを通じ、 OOP を実践的
に理解させることを目指した。
作成にあたり、JackPot のプログラムの大部
分を Danmaku のプログラムに流用させた。プ
レイヤーを追いかけてくる敵の代わりに、弾丸
が一方向に進むようにプログラムを修正させ
た。画面上のランダムな位置からランダムなタ
イミングで弾丸が発射されるようにし、時間の
経過とともに徐々に個数が増えるように改良し
て、最終的に丸い波紋から弾丸が連続して発射
されるようにしてゲームを完成させた。
Danmaku の構成
前述の通り、Danmaku では学生自身がプロ
グラム全体を作成したため、個々の学生によっ
てプログラムに差異がある。そこで、一例とし
て筆者が準備したデモプログラムの構成を表３
に示す。JackPot と同様に４クラスで構成され、
メソッドの平均行数も５行弱となっている。
Danmaku で新たに扱った概念は以下の通り
である。
角度、ランダム性、三角関数、衝突判定、
コレクション
この演習では、JackPot で学んだ概念を実践
的に理解させることを主眼に置いた。ゲームに
おけるオブジェクトの役割を明確にし、異なる
役割を持ったオブジェクトを連携させることを
通じて、OOP の概念を具体的に応用できるよ
うにした。
TankBattle
当初の授業計画では、Danmaku の後にゲー
ム以外の実用的なアプリケーション作成を予定
していたが、学園祭での展示発表として新たな
ゲームプログラムを作成することになった。こ
の演習では学生のディスカッションによって開
発を進めた。仕様の決定や設計も議論によって
行い、実装は学生２名でペアを組んで進めるよ
うにした。
決定した主な仕様は以下の通りである。
・ネットワークにより複数のプレイヤーが対
戦する。
・プレイヤーは矢印キーで戦車を操作する。
・スペースキーによって砲弾を発射する。
・画面に現れる他のプレイヤーの戦車を攻撃
し、最終的に生き残ったものが勝者となる。
作成するゲームには TankBattle という名前
を付け、学園祭の来場者が楽しめるようなゲー
ムの開発を目指した。（図５）表３　Danmaku のクラス構成
実装クラス名 ゲームにおける役割 実装メソッド数
Danmaku Danmaku ゲーム本体 15
DBullet 弾丸 5
DGenerator 弾丸を生成する波紋 5
DPlayer プレイヤー 4
図５：学生が作成した TankBattle ゲーム
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演習の内容
演習の前半は仕様を作成することに割いた。
ゲームに登場する要素が増えて複雑化したた
め、CRC（Class Responsibility Collaborator）
カードを用いてクラスの役割や関連を明確にさ
せた。
限られた時間の中で効率的に実装を進めるた
めに、JackPot のプレイヤーと Danmaku の弾
丸を組み合わせて TankBattle のプレイヤー側
戦車を実現した。敵側の戦車については、まず
ランダムに動作するコンピュータ相手の対戦型
ゲームを作り、最終的にプレイヤー側戦車の情
報をネットワーク上に送信して、ネットワーク
から得た敵側戦車の情報を画面上に表示する対
戦型ゲームを完成させた。
TankBattle の構成
学生がペア毎に実装を行っており、細かいク
ラスの内容やメソッドの規模は異なっているた
め、共通仕様におけるクラス構成（表４）のみ
を示す。
TankBattle で扱った新たな概念は以下の通
りである。
キーボード入力、ファイル操作、画像処
理、ネットワーク、プロトコル、サブク
ラスとスーパークラス
この演習の時点で、数名の学生は仕様からプ
ログラムを作成できるようになった。一度に発
射できる玉に制限を加えたり、時間の経過によ
って玉を装填したりと、振る舞いを担うオブジ
ェクトや必要なプロパティを特定し、求められ
るメソッドを追加することが可能となった。
演習の効果
Morphic を用いた演習を始めるにあたって、
立てた目標は以下のようなものであった。
１．オブジェクトを具体的にイメージできる
こと。
２．クラスとオブジェクトの関係を理解でき
ること。
３．プロパティやメソッドの意味や使い方が
わかること。
４．メッセージパッシングによるオブジェク
ト間通信が理解できること。
５．オブジェクト同士の連携によってプログ
ラムが動作することが理解できること。
定量的な評価を行っているわけではなく、あ
くまで主観的な評価ではあるが、演習を経験し
た学生は、オブジェクトやクラスといった言葉
を適切に用いて、提出した資料（図６）の作成
やプレゼン発表を行っている。その後、卒業研
究として iPhone や Android のアプリケーショ
ン開発を選んだ学生は、JackPot や Danmaku
などを例に挙げながら GUI やアプリケーショ
表４　TankBattle のクラス構成
クラス名 ゲームにおける役割
BattleField TankBattle ゲーム本体
PlayerTank プレイヤー側戦車
EnemyTank 敵側戦車
TankGun 砲弾
図６：学生によるTankBattleゲームのクラス説明（抜粋）
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ンモデルについて説明することができた。演習
を始める前は、プログラミングに関する知識が
殆どなかったことを考えると、Morphic の演習
が役立っていると考えられる。
おわりに
1980 年代における Smalltalk/80 の発表から
30 年以上経った。手続き型プログラミングを
理解していれば可能だった PC や Web のアプ
リケーション開発から、OOP の理解を必須と
するスマートフォン／タブレットのアプリケー
ション開発へと移り、一般的な開発技術として
OOP が根付いてきた。そのような背景から、
大学でのプログラミング教育においても、素養
として OOP を身につけることが求められるよ
うになった。
本稿では OOP の学習環境として GUI フレー
ムワークの１つである Morphic の利用を提案
し、ゼミでの実践について紹介した。OOP の
本質的な概念の理解のために、モーフという視
覚的なオブジェクトを用いて、対象物の役割や
意味を把握しやすいゲームを題材にするという
本提案は、OOP の直観的な理解という面では
効果を上げたと考えられる。今後は、学習効果
について、より定量的な評価を行うとともに、
非視覚的なオブジェクトの理解に結び付けるこ
とにより、効果的な OOP の教育方法の確立を
目指したい。
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