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Resumen
Se presenta el trabajo Final de Grado realizado durante la estancia en pra´cticas en la empresa
Trading on Machine SL. Estas pra´cticas vienen motivadas por la necesidad que tiene esta
empresa de automatizar lo ma´ximo posible el proceso de produccio´n de software. Para lograr
esto, se explica el ana´lisis y estudio realizado del proceso, identificando requisitos, necesidades
y deficiencias, para as´ı, proponer una serie de optimizaciones sobre el flujo del proceso. Luego,
se describe la seleccio´n y evaluacio´n de herramientas escogidas a integrar en el proceso, con la
finalidad de lograr las mejoras identificadas. Adema´s, se presenta la programacio´n efectuada
para la funcionalidad no cubierta por las herramientas evaluadas.
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Cap´ıtulo 1
Introduccio´n
1.1. Contexto y motivacio´n del proyecto
El proyecto propuesto se realiza en el marco de las pra´cticas para el proyecto Final de
Grado de Ingenier´ıa Informa´tica. La motivacio´n de estas pra´cticas viene dada por la posibilidad
de aplicar los conocimientos adquiridos durante el grado, as´ı como poner en pra´ctica conceptos
ma´s espec´ıficos del itinerario Sistemas de Informacio´n.
La empresa para la cual se ha realizado las pra´cticas, esta´ desarrollando un sistema para
generar estrategias financieras, el cual le permitira´ tomar decisiones sobre inversiones y operar
en el mercado financiero. Las caracter´ısticas del desarrollo de este sistema, provoco´ la necesidad
de mejorar el proceso de gestio´n de las tareas que participan en la produccio´n de software,
mediante la automatizacio´n de las herramientas que se utilizan en el proceso. El estudio de co´mo
sucede el proceso, la propuesta de mejoras, as´ı como la seleccio´n, evaluacio´n e implementacio´n
de herramientas a incorporar para lograr optimizar el proceso, resulta de gran intere´s, ya que
da la oportunidad de realizar el estudio y mejora de un proceso en un entorno real.
1.2. Objetivos del proyecto
El objetivo de este proyecto es proponer e implementar mejoras al proceso actual de pro-
duccio´n de software de la empresa Trading on Machine SL (con nombre comercial Trading by
Machine o TbM). Para lograr esto, la empresa ha propuesto automatizar, en la medida de lo
posible, las tareas que participan en el proceso de desarrollo de software.
El proceso debera´ ser estudiado y analizado, para as´ı lograr entender co´mo se realiza.
Adema´s, se identificara´n los roles implicados y las herramientas utilizadas. Una vez estudia-
do el proceso, se podra´n identificar necesidades y deficiencias, y se propondra´n una serie de
mejoras para cada caso. A continuacio´n, se debera´n recoger los requisitos que debe cumplir el
proceso mejorado, y teniendo en cuenta estos requisitos, seleccionar, evaluar e implementar las
herramientas necesarias que permitan optimizar el proceso de desarrollo de software.
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1.3. Estructura de la memoria
La estructura de esta memoria comienza exponiendo, la motivacio´n y objetivos, que impul-
saron la eleccio´n del proyecto para la realizacio´n de las pra´cticas. A continuacio´n, se describe la
empresa donde se ha realizado la estancia, el alcance del proyecto, el proceso de produccio´n de
software en la empresa TbM y, se hace mencio´n a las herramientas y metodolog´ıas empleadas
para estudiar y mejorar el proceso.
A continuacio´n, se expone co´mo se planifico´ temporalmente el proyecto, el ca´lculo de esti-
macio´n de costes, en el cual se hace una valoracio´n considerando los gastos de personal y de
herramientas y, el seguimiento del proyecto efectuado.
Despue´s se llega a la parte central de este documento, en la cual se describe con la ayuda
de un lenguaje de notacio´n gra´fica, co´mo sucede el proceso de produccio´n de software para
el desarrollo de un sistema en la empresa TbM. En las secciones siguientes, se explican los
problemas y necesidades identificados en el proceso, la mejora propuesta para optimizar dicho
proceso y, la seleccio´n, evaluacio´n e implementacio´n de herramientas y funcionalidades, llevadas
a cabo, con el objetivo de mejorar el proceso estudiado.
Por u´ltimo, se exponen las pruebas realizadas sobre la nueva funcionalidad implementada,
se exponen impresiones sobre los resultados obtenidos y se realiza una conclusio´n.
14
Cap´ıtulo 2
Descripcio´n del proyecto
El sistema, TbM System, que esta´ desarrollando la empresa Trading by Machine, esta´ des-
tinado al ana´lisis y a las operaciones sobre finanzas. Debido a esto, la empresa ha detectado
la necesidad de automatizar acciones y usar herramientas robustas para el desarrollo de su
sistema. De esta manera, la empresa TbM, espera cumplir con ciertas normas de seguridad y
calidad para poder pasar futuras auditor´ıas, as´ı como optimiar los tiempos de entrega de las
tareas, mejorar la resolucio´n de incidencias y obtener un flujo de desarrollo ma´s a´gil y escalable.
Es en este trabajo de mejora, mediante la automatizacio´n de acciones y el estudio, seleccio´n y
evaluacio´n de herramienas que se adapten al desarrollo de software de la empresa TbM, donde
se ha propuesto el proyecto.
2.1. Descripcio´n de la empresa
La empresa donde se realiza la estancia en pra´cticas es Trading By Machine (TbM), se
encuentra ubicada en Valencia y cuenta con una sede en Castello´n, en el edificio Espaitec 2
situado dentro del Campus del Riu Sec. Es en esta sede donde se realiza la estancia en pra´cticas.
TbM se dedica a ofrecer servicios financieros mediante el uso de nuevas tecnolog´ıas, por lo que
se define a s´ı misma, como una empresa de cara´cter Fintech. En la actualidad, esta´ desarrollando
su propio sistema de trading, llamado TbM System, el cual consistira´ en una plataforma que
ayudara´ a tomar decisiones sobre estrategias financieras y, a realizar, operaciones a trave´s de
internet. TbM System recogera´ datos de tipo financiero, efectuara´ ana´lisis sobre dichos datos y
los transformara´ en informacio´n, de manera que se pueda permitir a inversores, tomar decisiones
sobre finanzas a trave´s de la generacio´n de estrategias de inversio´n. Este sistema, tambie´n
permitira´ operar en el mercado: se podra´n realizar operaciones de compra y venta de activos
financieros. Se trata pues, en su mayor´ıa, de un Sistema de Soporte a la toma de Decisiones
(DSS) [1], ya que se encargara´ de proporcionar informacio´n, con el objetivo de facilitar decisiones
frente a operaciones financieras.
Adema´s del sistema TbM System, la empresa tambie´n preve´ crear una red social colaborativa
con el objetivo de compartir recursos, experiencias y asesorar a posibles clientes que quieran
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adquirir activos financieros a trave´s de ellos.
2.2. Alcance del proyecto
El alcance de este proyecto incluye el estudio del proceso de desarrollo de software en su
estado antes de la mejora, la identificacio´n de deficiencias y necesidades para, a continuacio´n,
ofrecer una serie de optimizaciones y realizar la propuesta del proceso mejorado. A continuacio´n,
se seleccionara´n y se evaluara´n posibles herramientas existentes en el mercado como solucio´n a
las deficiencias anteriormente identificadas, o incluso si es necesario, se propondra´ una solucio´n
a medida. Por u´ltimo, se debera´ implementar la solucio´n propuesta.
2.3. Proceso de desarrollo de software en la empresa
La empresa TbM realiza el desarrollo de software para su sistema mediante metodolog´ıa
Scrum. Se trata de una metodolog´ıa en la cual se realizan entregas parciales y regulares en las
que se revisa el desarrollo del producto [2], [3]. A trave´s de estas entregas parciales, consiguen
obtener cada cierto per´ıodo de tiempo, un incremento del producto, el TbM System. Esta forma
de organizar el trabajo en per´ıodos de tiempo, son los denominados Sprints [4]. Cada Sprint se
define en una reunio´n en la que participa, la persona responsable de que se sigan las pra´cticas
descritas en la metodolog´ıa Scrum (Scrum Master), el miembro del equipo encargado de definir
y dirigir los objetivos del proyecto (Product Owner) y, los desarrolladores.
La reunio´n se divide en dos partes. En la primera parte se decide que´ tareas se llevara´n a cabo
en el Sprint. Para esto, se tiene en cuenta la lista de prioridades de los requisitos del usuario.
Esta lista, llamada Product Backlog, puede verse representada al principio de la Figura 2.1.
Cada requisito se define en pocas frases utilizando lenguaje comu´n, creando de esta forma, las
historias de usuario [5]. Adema´s, se establece a que´ miembro del equipo de desarrollo pertenece
cada historia de usuario, y por u´ltimo, se define la duracio´n del Sprint, normalmente de diez
d´ıas. Despue´s se realiza una pausa en la reunio´n, en la que los desarrolladores descomponen las
historias de usuario que les pertenecen en tareas, e indican la duracio´n en el tiempo para cada
una de ellas, obteniendo as´ı, la lista de tareas a realizar durante el Sprint. Esta lista de tareas,
llamada Sprint Backlog [6], puede verse tambie´n en la Figura 2.1 precedida por el Product
Backlog. Una vez que se han descompuesto las historias de usuario en tareas, se continu´a con la
segunda parte de la reunio´n, en la que se revisan las tareas creadas entre todos los miembros y
se finaliza la reunio´n, dando lugar al comienzo del Sprint. Durante la duracio´n del Sprint, tal y
como puede verse en la Figura 2.1, se realiza un seguimiento en reuniones diarias, Scrum diario,
de pocos minutos.
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Figura 2.1: Proceso de desarrollo con Scrum.
Fuente: Elaboracio´n propia.
Cuando se finaliza el per´ıodo del Sprint, en el cual se han implementado las funcionalidades
descritas en las tareas en el sistema en desarrollo, se obtiene un incremento del producto. Puede
verse este incremento representado al final de la Figura 2.1.
2.4. Metodolog´ıa empleada en el proyecto
El proyecto propuesto consiste en mejorar un proceso, la produccio´n de software, realizado
por la empresa Trading by Machine, para desarrollar su sistema TbM System. Para la realizacio´n
de las actividades que han permitido obtener este trabajo final, se han adaptado las fases de un
proyecto de Reingenier´ıa de Procesos de Negocio (Business Process Reeingeniering, BPR), ya
que el BPR consiste en el ana´lisis y redisen˜o de procesos de negocio, para alcanzar mejoras en
medidas cr´ıticas y contempora´neas de rendimiento, tales como costes, calidad, servicio y rapidez
[7]. Las fases son [8]:
1. Tener el equipo de reingenier´ıa.
2. Seleccio´n del proceso a redisen˜ar.
3. Diagno´stico de procesos/comprender los procesos existentes.
4. Redisen˜o del proceso.
5. Prototipos - Disen˜ar y construir un prototipo del nuevo proceso.
6. Implementacio´n a gran escala.
Au´n as´ı, se debe tener en cuenta que debido a las propias condiciones del proyecto se ha
prescindido de los puntos: 1. Tener el equipo de reingenier´ıa, ya que no se ha llevado a cabo la
seleccio´n de un equipo para realizar este proyecto, y el punto 5. Prototipos - Disen˜ar y construir
un prototipo del nuevo proceso, debido a que este proyecto tiene un alcance e implementacio´n
reducido. Adema´s, el punto 6. Implementacio´n a gran escala, se debe entender como so´lo im-
plementacio´n debido a que no se ha tratado de una implementacio´n compleja a gran escala.
Finalmente, las fases realizadas han sido:
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1. Seleccio´n del proceso a redisen˜ar. Ha consistido en el estudio y mejora del proceso de
desarrollo de software realizado por la empresa TbM.
2. Diagno´stico de procesos/comprender los procesos existentes. Para ello se ha estudiado
el proceso en el estado antes de la mejora, se han detectado y analizado los problemas
presentes y se ha representado el proceso.
3. Redisen˜o del proceso. Se ha propuesto las mejoras para los problemas hallados, y se ha
realizado la representacio´n del proceso mejorado.
4. Implementacio´n. Se han adaptado e implementado las herramientas necesarias para lograr
las mejoras previamente propuestas.
Para representar y optimizar el flujo de trabajo del proceso, se ha utilizado la Gestio´n de
Procesos de Negocio (Business Process Management, BPM). Segu´n la definicio´n oficial en [9],
((es una disciplina que implica cualquier combinacio´n de modelado, automatizacio´n, ejecucio´n,
control, medicio´n y optimizacio´n de flujos de actividades de negocios, en apoyo de objetivos
empresariales, sistemas integrales, empleados, clientes y socios dentro y ma´s de los l´ımites de la
empresa.))
El lenguaje de notacio´n empleado, incluido en el esta´ndar del BPM y que permite modelar
procesos de negocio en un formato de flujo de trabajo, ha sido el Modelo y Notacio´n de Procesos
de Negocio (Business Process Model and Notation, BPMN ). La versio´n utilizada de BPMN en
este proyecto es la 2.0.
Tambie´n se debe tener en cuenta que, la gestio´n del trabajo y el desarrollo de las mejoras
se ha realizado segu´n la metodolog´ıa Scrum, a fin de seguir el mismo modo de trabajo de la
empresa.
2.5. Herramientas empleadas en el proyecto
Se deben distinguir, las herramientas empleadas para la realizacio´n del proyecto, de las herra-
mientas utilizadas en el proceso de produccio´n de software de la empresa TbM. Las herramientas
empleadas en la realizacio´n del proyecto han sido:
El Integrated Development Environment IDE Pycharm, para la programacio´n de la nueva
funcionalidad.
El panel de Scrum Taiga para gestionar las tareas durante el proyecto.
Git, software de control de versiones para llevar un control de la implementacio´n realizada.
Aplicacio´n web Bitbucket, para almacenar el co´digo de la implementacio´n realizada en
remoto.
Modelizacio´n del proceso con BPMN, a trave´s de la aplicacio´n online Camunda Modeler
[10].
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Elaboracio´n de las matrices de evaluacio´n con la aplicacio´n Hojas de Ca´lculo de Google.
Se exponen a continuacio´n las herramientas seleccionadas, adaptadas e integradas en el
proceso mejorado. La motivacio´n de escoger estas herramientas se explica en el cap´ıtulo 5.
Implementacio´n de las mejoras del proceso de produccio´n de software, en las secciones 5.1.3. y
5.2.3.Seleccio´n, evaluacio´n e implementacio´n.
El IDE Pycharm, para el desarrollo de TbM System.
El panel de Scrum Taiga para gestionar las tareas que realiza la empresa para el desarrollo
de su sistema.
Git, para el control de versiones de su sistema.
Conjunto de extensiones de comandos Git, Git-flow.
Aplicacio´n web Bitbucket, para almacenar el co´digo de TbM System en remoto.
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Cap´ıtulo 3
Planificacio´n del proyecto
3.1. Planificacio´n
Inicialmente la planificacio´n del proyecto se realizo´ mediante un diagrama de Gantt, el cual
puede verse en la Tabla 3.1. En dicho diagrama consta la fecha de inicio de las pra´cticas, el
29 de enero del 2018, y la fecha de finalizacio´n, el 23 de mayo del mismo an˜o. Se incluyeron
las tareas que inicialmente se consideraron necesarias para llevar a cabo el proyecto segu´n la
limitacio´n del tiempo de las pra´cticas, 300 horas.
Sin embargo, esta planificacio´n inicial, a proposicio´n de la empresa, se cambio´ para desa-
rrollar el proyecto segu´n la metodolog´ıa Scrum; de esta forma se adapto´ la planificacio´n a la
forma de trabajar de la empresa. En la Tabla 3.2 se resumen los Sprints llevados a cabo para
realizar este proyecto. El contenido completo de los Sprints puede verse en el Anexo A. Sprints
planificados para la realizacio´n del proyecto.
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Tabla 3.1: Diagrama de Gantt.
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Tabla 3.2: Sprints llevados a cabo para realizar el proyecto.
Sprint 1 Familiarizarse con el flujo de trabajo.
Per´ıodo 30 enero - 9 febrero.
Sprint 2 Evaluar herramientas para el flujo de trabajo.
Per´ıodo 12 febrero - 22 febrero.
Sprint 3 Estudiar herramientas para integrar el canal de comunicacio´n para el flujo de trabajo,
estudio de Git-flow para control de versiones.
Per´ıodo 6 marzo - 23 marzo.
Sprint 4 Realizar matrices de evaluacio´n para las herramientas a incorporar al flujo de tra-
bajo, y realizar pruebas con los plugins de Pycharm-GitFlow y Pycharm-Taiga.
Per´ıodo 26 marzo - 13 abril.
Sprint 5 Automatizar flujo diario de Git.
Per´ıodo 16 abril - 27 abril.
Sprint 6 Terminar flujo Git TbM.
Per´ıodo 30 abril - 11 mayo.
Sprint 7 Dar soporte de Taiga para el branching.
Per´ıodo 14 mayo - 23 mayo.
3.2. Estimacio´n de costes del proyecto
Se presenta a continuacio´n la estimacio´n de costes del proyecto. Esta estimacio´n se calcula
teniendo en cuenta el coste humano y las herramientas empleadas. Como para la realizacio´n
del proyecto se han destinado dos personas, la estudiante y el supervisor, sera´ este nu´mero el
que se tenga en cuenta al calcular el coste humano, considerando una persona para realizar el
trabajo, programadora junior y, otra para la supervisio´n del proyecto. Adema´s, para el ca´lculo
de las herramientas empleadas, so´lo se tendra´n en cuenta las que tengan licencia de pago.
Coste humano:
• Programadora junior: 1200 e mes a 40 horas semana.
• Supervisor del proyecto: 2000 e mes a 40 horas semana.
Coste de licencias:
• Licencia IDE Pycharm: 649 e anual.
Coste equipo informa´tico:
• Equipo: 1200 e. Se debe tener en cuenta que se amortiza en 4 an˜os.
Dado que las pra´cticas tienen una duracio´n de 300 horas realizadas en 12 semanas, se
calculan las cantidades correspondientes para los costes de personal, licencias de software y
equipo informa´tico:
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Coste humano:
Programadora junior:
Horas mes = 40 horas ∗ 4 semanas = 160 horas/mes (3.1)
Precio hora = [1200 euros/mes] / [Horas mes] = 7, 5 euros/hora (3.2)
Teniendo en cuenta las 300 horas de duracio´n de las pra´cticas:
Coste programadora = 300 horas ∗ [Precio hora] = 2250 euros (3.3)
Supervisor del proyecto:
[Horas mes] = V alor de (3.1) (3.4)
Precio hora = [2000 euros/mes] / [Horas mes] = 12, 5 euros/hora (3.5)
Sabiendo que dedica 8 horas semanales al proyecto, y que la duracio´n de las pra´cticas fue de 12
semanas:
Horas dedicacio´n = 8 horas/semana ∗ 12 semanas = 96 horas (3.6)
Coste supervisor = [Horas dedicacio´n] ∗ [Precio hora] = 1200 euros (3.7)
Coste de licencias de software:
Precio mes = [649 euros/anuales] ∗ [1 an˜o / 12 meses] ' 54, 08 euros/mes (3.8)
Meses trabajo = [12 semanas] ∗ [1 mes / 4 semanas] = 3 meses (3.9)
Coste licencias = [Precio mes] ∗ [Meses trabajo] = 162, 24 euros (3.10)
Coste del equipo informa´tico:
Teniendo en cuenta que un equipo informa´tico se amortiza en 4 an˜os:
Precio mes = [1200 euros] ∗ [1 an˜o / 12 meses] / [4 an˜os] = 25 euros/mes (3.11)
Meses trabajo = V alor de (3.9) (3.12)
Coste equipo informa´tico = [Precio mes] ∗ [Meses trabajo] = 75 euros/mes (3.13)
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Total costes:
Tabla 3.3: Ca´lculo total de costes para el proyecto
Costes Precios
Programadora 2250.00 e
Supervisor 1200.00 e
Licencias 162.24 e
Equipo informa´tico 75.00 e
Total 3687.24 e
Tal y como puede verse en la Tabla 3.3, se han obtenido los siguientes costes de personal:
Programadora junior 2250.00 e y Supervisor del proyecto 1200.00 e, sumando un coste humano
de 3450.00 e. Las licencias tienen un coste de 162.24 e y el equipo informa´tico de 75.00 e. El
total de costes asciende a 3687.24 e.
3.3. Seguimiento del proyecto
El proyecto se ha desarrollado a lo largo de siete Sprints. El tiempo de realizacio´n para
cada Sprint de forma general fue de diez d´ıas, sin embargo, algunos tuvieron un per´ıodo mayor
debido al tiempo necesario para realizar las tareas.
En la Tabla 3.4 se muestra que´ tareas se han realizado en cada Sprint. Las tareas marcadas
en color azul son tareas realizadas parcialmente durante el Sprint, mientras que las tareas de
color verde son las completadas. Puede apreciarse co´mo algunas tareas abarcaron ma´s de un
Sprint. Por ejemplo, en el Sprint 2, se aprecia co´mo la mayor´ıa de las tareas iniciadas en el
Sprint 1, se terminaron en este per´ıodo. Esto fue debido, a la necesidad de comprender el
flujo del proceso de produccio´n de software, del cual fue necesario realizar varias revisiones del
ana´lisis. Lo mismo sucedio´ con la identificacio´n de problemas, ya que para reconocer varios de
los inconvenientes, se requirio´ observar y reproducir co´mo se realiza el trabajo varias veces. Por
u´ltimo, se inicio´ la descripcio´n de las mejoras, la recogida de requisitos generales y la seleccio´n
de herramientas a evaluar; tareas que se finalizaron en el Sprint 3.
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Tabla 3.4: Evolucio´n de las tareas a lo largo de los Sprints.
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Cap´ıtulo 4
BPR aplicado al proceso de
produccio´n de software
El proceso de produccio´n de software se describe en las Tablas 4.1 y 4.2, en las que se
especifican las actividades y tareas, el personal, los recursos y las reglas que se deben cumplir.
Tabla 4.1: Descripcio´n del proceso de produccio´n de software
Proceso Produccio´n de software.
Propo´sito Control y produccio´n de co´digo para crear el sistema.
Actividades y tareas
Crear Sprints:
• Definir cada Sprint.
• Crear las historias de usuario asociadas al Sprint.
• Crear las tareas para cada historia de usuario.
• Crear incidencias.
Desarrollo dirigido por test (TDD):
• Crear las pruebas automatizadas.
• Producir el co´digo.
• Comprobar el co´digo a trave´s de las pruebas.
Control de reposiciones mediante Git:
• Gestionar las ramas.
• Actualizar el repositorio en local.
• Actualizar el repositorio en remoto.
Notificar incidencias mediante Slack.
Personal Scrum Master.
Product Owner.
Desarrolladores.
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Tabla 4.2: Continuacio´n de la Tabla 4.1 Descripcio´n del proceso de produccio´n de software
Recursos necesarios Sistema operativo Linux, distribucio´n Ubuntu 16.04.
Panel de Scrum Taiga.
IDE Pycharm.
Bitbucket para gestionar y alojar el repositorio en remoto.
Plugin para la conexio´n entre Pycharm y Taiga.
Plugin para la conexio´n entre Pycharm y Bitbucket.
Canal de comunicacio´n para incidencias, Slack.
Git, para el control de versiones.
Reglas Cada desarrollador debe crear sus tareas por cada historia de usuario que le perte-
nezca.
Al cerrar una tarea se deben pasar los test de forma automa´tica, y en caso de ser
satisfactorios, actualizar el repositorio del proyecto en remoto.
Un desarrollador no podra´ dar por finalizada una tarea ni subirla a remoto hasta que
se pasen los test de forma satisfactoria.
El desarrollador se debe encargar de la gestio´n del control de versiones con Git al
producir co´digo.
4.1. Modelizacio´n con BPMN2 de la situacio´n actual (AS IS)
El proceso de produccio´n de software realizado en la empresa TbM para desarrollar el sistema
TbM System, se ha representado AS IS en la Figura 4.1. Para obtener esta representacio´n gra´fica
del proceso se ha empleado la notacio´n BPMN2. La descripcio´n de los elementos utilizados
puede encontrarse en la Tabla B.1 del Anexo B. Elementos de la notacio´n BPMN2 usados para
la representacio´n del proceso. Tambie´n se proporciona en el Anexo B, ampliaciones de partes
de la Figura 4.1 en la Figura B.1 y Figura B.2 para mejorar su lectura.
Se han identificado cuatro a´reas o pools. Cada pool agrupa las tareas que lleva a cabo un
participante, por este motivo se utiliza para organizar el estudio del proceso de produccio´n de
software en la empresa TbM. Estos pools son: Scrum Master, Product Owner, Developer Team
y Remote Repository.
4.1.1. Pool Scrum Master
En este pool actu´a el Scrum Master. Las tareas que realiza son, recibir aviso de la realizacio´n
de las historias de usuario procedente del pool Product Owner, para a continuacio´n revisarlas
y dar una retroalimentacio´n. La comunicacio´n con el pool Product Owner se ha representado
mediante unas flechas discontinuas. No se detallan dentro del pool el resto de actividades reali-
zadas por el Scrum Master debido a que los u´nicos eventos de intere´s para el proceso son recibir
y enviar mensajes al pool Developer Team.
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4.1.2. Pool Product Owner
En este pool se lleva a cabo la creacio´n de los Sprints. El flujo comienza indicado por un
c´ırculo y la palabra Start. La creacio´n del Sprint conlleva la realizacio´n de un subproceso, en el
cual se crean las historias de usuario, para a su vez, realizar otro subproceso, en el que se crean
las tareas a partir de las historias de usuario. Las actividades realizadas en este pool son tareas
que realiza un usuario (User task) con la ayuda de una aplicacio´n web: el panel de Scrum Taiga.
El subproceso en el cual se crean las historias de usuario, se comunica con el pool Scrum Master
y con el pool Developer Team. En concreto, en el pool Developer Team la comunicacio´n se realiza
con los desarrolladores, representados por un carril (lane) en el pool llamado Developer.
4.1.3. Pool Developer Team
Este pool, se puede ver en la Figura 4.1, como esta´ dividido en dos partes: Lane Developer y
Lane Developer Manager. Cada una de estas a´reas, es el elemento del BPMN llamado, Lane. Este
elemento se utiliza para mostrar tareas de un pool que fueron asignadas a personas particulares,
en este caso, los desarrolladores y el responsable del equipo de desarrolladores [11].
Lane Developer:
Cuando el mensaje procedente del subproceso del pool Product Owner llega al lane Developer,
da comienzo la actividad de codificar. Una vez realizada por el desarrollador, continu´a el flujo
con la finalizacio´n de la codificacio´n de las tareas, Finalizar tarea, y a continuacio´n se toma
la decisio´n de comprobar el co´digo con los test. Si el desarrollador decide efectuar las pruebas,
realiza los test y obtiene un porcentaje de e´xito. El nivel de porcentaje de e´xito es decisivo
para incluir el co´digo en el repositorio en remoto. Au´n as´ı, dado que pasar los test y enviar el
co´digo a remoto depende de la decisio´n tomada por el desarrollador, tambie´n es posible enviar
el co´digo a remoto, sin llevar a cabo los test, o incluso sin que pasen satisfactoriamente. Esto
puede verse representado mediante los nodos de decisio´n ¿Comprueba el co´digo con los test?
y ¿Los test pasan sin fallos? Una vez enviado el co´digo a remoto el desarrollador concluye la
tarea, y el flujo del proceso en este lane finaliza.
Lane Developer Manager:
En este lane actu´a el desarrollador con papel de Developer Manager. El proceso da comienzo
al recibir un mensaje del pool Repository Remote, entonces el Developer Manager efectu´a la
revisio´n de la aportacio´n de co´digo en la cual se evalu´a si el nuevo co´digo supera los test. Si
las pruebas pasan satisfactoriamente, se realiza la siguiente actividad, Aceptar la aportacio´n del
co´digo y finaliza el proceso. En caso de ser insatisfactorios, de forma automa´tica el co´digo se
rechaza y el proceso tambie´n finaliza.
4.1.4. Pool Remote Repository
La actividad de pasar los test en el lane Developer conlleva el enviar el nuevo co´digo al pool
Remote Repository, del cual se obtiene el porcentaje de e´xito al efectuar las pruebas sobre el
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co´digo. Posteriormente, cuando el flujo llega a la actividad de Enviar el co´digo al repositorio en
remoto, el co´digo es enviado nuevamente a este pool. A continuacio´n, el pool Remote Repository
manda un mensaje al lane Developer Manager para dar comienzo a la revisio´n de la aportacio´n
de co´digo.
4.2. Diagno´stico e identificacio´n de problemas
Una vez estudiado y modelado el proceso de control de produccio´n de software, se han
podido identificar problemas y necesidades. Siguiendo la representacio´n BPMN de la Figura
4.1, los problemas encontrados son:
4.2.1. Pool Product Owner
No se diferencian las tareas de tipo problema . Se han identificado dos tipos de tareas,
unas son las creadas a partir de las historias de usuario, y otras son las creadas a partir de
problemas detectados en el co´digo. Para estas tareas de tipo problema se ha observado que ser´ıa
necesario distinguir a que´ tipo de problema se refieren.
Las tareas no tienen prioridad . En la actualidad, adema´s del problema explicado en el
punto anterior, una tarea que se deba realizar para solucionar un problema no posee un nivel
de importancia o prioridad. Esto provoca no disponer de un criterio para anteponer unas tareas
a otras.
Las tareas no tienen severidad . Ser´ıa necesario identificar las tareas para solucionar
problemas segu´n el grado de impacto del defecto en el proyecto o severidad. En la actualidad no
se dispone de esta informacio´n, y no se tiene un criterio definido para escoger la tarea a realizar.
4.2.2. Pool Developer Team
No es posible trabajar sobre una tarea de tipo problema. En la actualidad el
IDE Pycharm dispone de funcionalidad, aunque limitada, para ofrecer conexio´n entre Taiga y
Pycharm. Esta conexio´n so´lo tiene capacidad para mostrar tareas normales. El panel de Scrum
Taiga dispone de una seccio´n con un listado para introducir las tareas de tipo problema, y estas
tareas no se muestran en el IDE para trabajar sobre ellas. Adema´s Pycharm, dispone de la
funcionalidad ba´sica para realizar el control de versiones sobre el co´digo, y al crear una tarea de
forma manual, conlleva, realizar manualmente la accio´n necesaria para obtener el seguimiento
del control de versiones que, normalmente realizar´ıa el IDE.
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El cambio de estado de una tarea a closed es manual. Las tareas presentes en el
panel de Scrum y que se utilizan para an˜adir funcionalidad al sistema en desarrollo, pueden
adquirir tres tipos de estados a medida que se realizan:
new, para las tareas nuevas sin empezar.
in progress, para las que se esta´n realizando.
closed, para las tareas finalizadas.
Cuando se finaliza una tarea, no se cambia el estado de forma automa´tica, sino que el desarro-
llador debe dirigirse al panel de Scrum y cambiar el estado a closed. Esto provoca que el estado
real de la tarea dependa de la actuacio´n del desarrollador.
No se filtran las tareas por historia de usuario. Se muestran en el IDE todas las
tareas mediante una lista. No existe filtro alguno para mostrar las tareas, y tampoco se sabe
a que´ historia de usuario pertenece. Cuando un desarrollador debe realizar las tareas pertene-
cientes a una historia de usuario, debe dirigirse primero al panel de Scrum y visualizarlas, para
a continuacio´n, volver al IDE y buscar cada tarea en el listado.
Realizacio´n manual de los test. Se deben pasar los test antes de enviar nuevo co´digo
al repositorio en remoto, pero esta accio´n es manual. Esto implica que un desarrollador pueda
enviar el co´digo al repositorio del proyecto, sin haber realizado los test, o habie´ndolos pasado,
pero sin obtener el nivel mı´nimo de cobertura establecido como satisfactorio.
Control inadecuado de versiones. El uso actual del control de versiones, si bien propor-
ciona un mı´nimo control del proyecto, este resulta insuficiente e inadecuado para trabajar en
equipo.
El control de versiones, resulta de gran importancia, ya que se utiliza para gestionar los
cambios sobre el sistema en desarrollo TbM System. Esto quiere decir, que en un momento
determinado del desarrollo o modificacio´n del sistema, este se encuentra en un estado definido
por una versio´n, revisio´n o edicio´n [12].
El control de versiones utilizado a trave´s del IDE Pycharm, es el software Git. Este software,
aunque existan una gran variedad de interfaces de usuario, se utiliza principalmente por l´ınea de
comandos, ya que as´ı se dispone de todas las funcionalidades. En la empresa TbM, este software
se usa principalmente a trave´s del IDE Pycharm, y la l´ınea de comandos. La diferencia de Git
frente a otros sistemas de versiones, es que este, en lugar de mantener una lista con los cambios,
los almacena como un conjunto de instanta´neas [13].
Para lograr un entendimiento de co´mo se trabaja con Git en la empresa TbM, es necesario
explicar antes, que´ es una rama, (branch). En el a´mbito de Git, una rama es un apuntador
mo´vil apuntando a una confirmacio´n. La rama por defecto creada con la primera confirmacio´n
(al iniciar por primera vez Git en un proyecto) es la rama master. Puede verse esta rama en la
Figura 4.2. Al realizar cada confirmacio´n la rama ira´ avanzando automa´ticamente [14].
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Figura 4.2: Una rama y su historia de confirmaciones.
En [14]. Bajo Creative Commons License.
Una confirmacio´n o commit, es un comando de Git para registrar cambios. Un desarrollador
realiza cambios sobre archivos, prepara estos cambios para que Git realice un seguimiento y,
despue´s, confirma estos cambios mediante el comando commit. Con la confirmacio´n se debe
introducir un mensaje describiendo los cambios realizados [15].
Los problemas hallados en el proceso de produccio´n de software en la empresa TbM, refe-
rentes al control de versiones son:
Los desarrolladores trabajan sobre una u´nica rama, la master. Esta forma de trabajar
resulta inadecuada al desarrollar en equipo, debido a que toda la aportacio´n de co´digo se
realiza sobre esta u´nica rama, lo que genera conflictos entre versiones de co´digo, adema´s
de suponer un riesgo al no disponer de otra copia del proyecto.
Dif´ıcil seguimiento de la historia de desarrollo del proyecto. Al trabajar sobre una u´nica
rama, no se distingue el tipo de aportacio´n al co´digo y todo el co´digo incorporado es de
tipo produccio´n. Es decir, una rama master deber´ıa contener el proyecto en produccio´n
y si, por ejemplo, se aporta un co´digo para el que se ha solucionado un error, deber´ıa
indicarse mediante una rama creada expresamente para esa actividad.
No se dispone de versio´n de proyecto. Esto implica no identificar el estado del proyecto.
Adema´s, dado que au´n esta´ en desarrollo y se preve´ que sea un proyecto a largo plazo y
que pase por varias fases, se debe considerar establecer y mantener versiones.
Adema´s de los problemas presentes en los pools Product Owner y Developer Team explicados,
se han encontrado otras deficiencias referentes a la comunicacio´n:
A pesar de disponer del servicio de comunicacio´n Slack, se puede afirmar que no se utiliza.
Esta aplicacio´n no se encuentra integrada con el resto de herramientas, y aunque se disponga
de una cuenta y un canal o chat a disposicio´n del equipo, el env´ıo de mensajes, si se realiza
a trave´s de la aplicacio´n, no es automa´tico. Por este motivo tampoco se ha representado en el
Figura 4.1 Modelizacio´n AS IS con BPMN2.
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4.3. Redisen˜o del proceso TO BE
Definido el proceso e identificados los problemas y necesidades, a continuacio´n se proponen
una serie de mejoras para el proceso. Para ello se ha modelado el proceso incluyendo las mejoras;
puede verse la representacio´n BPMN correspondiente en la Figura 4.3. Se proporciona en el
Anexo B partes de la figura 4.3 ampliadas, en la Figura B.1 y Figura B.3 para mejorar su
lectura.
4.3.1. Pool Product Owner
Diferenciar los tipos de tarea. Dada la existencia de dos tipos de tarea, las resultantes
de las historias de usuario y las de tipo problema, se propone que estas tareas aparezcan bien
diferenciadas en el panel de Scrum. El nombre escogido para las tareas se corresponde tambie´n
con el nombre que se suele utilizar a la hora de aplicar Git para el control de versiones, de
esta manera se logra una mayor coherencia. A partir de ahora se tendra´n tareas de tipo feature
para las derivadas de las historias de usuario, y tareas de tipo issue para las de tipo problema.
Adema´s, para las tareas de tipo issue, se definen las siguientes categor´ıas de problemas:
Enhanced, para propuestas de mejoras.
Bugifx, para errores menores, normalmente errores encontrados en desarrollo.
Hotfix, para errores mayores, normalmente errores encontrados en produccio´n.
Adema´s, para cada issue sera´ necesario definir una severidad y prioridad. Las severidades
establecidas son:
Whishlist, para caracter´ısticas que podr´ıan mejorarse en el proyecto.
Normal, para establecer una preferencia comu´n.
Minor, para problemas de una importancia menor.
Major, para problemas con una necesidad mayor de solucio´n.
Los tipos de prioridad definidos son:
High. Prioridad alta.
Low. Prioridad baja.
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4.3.2. Pool Developer Team
Las mejoras presentadas a continuacio´n, corresponden a las actividades del pool Developer
Team: Finalizar tarea, Pasar los test y Marcar tarea como finalizada.
Finalizar tarea de forma automa´tica. La actividad Finalizar tarea, antes llevada a cabo
de forma manual, ahora pasar a ser una tarea automa´tica realizada por un script.
Pasar los test de forma automa´tica. Ahora el pasar los test no depende de la actuacio´n
del desarrollador, sino que esto se produce de forma automa´tica, solucionando la inclusio´n
de co´digo en remoto sin cumplir con la cobertura mı´nima de los test, o incluso sin haberlos
realizado.
Cambiar el estado de una tarea a closed. Una vez subido el co´digo a remoto, la tarea
cambia al estado closed de forma automa´tica en el panel de Scrum. Esta accio´n conlleva el evitar
incoherencias debido a descuidos por parte del desarrollador a la hora de cambiar el estado de
la tarea.
Adema´s de estas mejoras para resolver los problemas anteriormente explicados, se proponen
tambie´n para este pool las siguientes mejoras:
Mostrar las tareas por historia de usuario. Las tareas sobre las que trabajar debera´n
mostrarse por historia de usuario, de esta manera un desarrollador, podra´ seleccionar una his-
toria de usuario y a continuacio´n se le ofrecera´n las tareas correspondientes para trabajar.
Mostrar las tareas de tipo problema, issue . Se dispondra´ de otro listado en el que
aparecera´n las tareas identificadas como problema. As´ı, se evita la creacio´n de este tipo de
tareas de manera manual, facilitando el trabajo del desarrollador.
Control de versiones. Se propone la creacio´n de distintas ramas segu´n el trabajo a realizar.
Dado que ahora se disponen de diversos tipos de tarea es posible crear diversas ramas segu´n el
tipo de actividad a realizar, de esta forma se soluciona la mayor´ıa de conflictos entre las distintas
aportaciones de co´digo de los desarrolladores al no realizarlo sobre una u´nica rama y, adema´s,
se dispone de varias versiones del co´digo segu´n si esta´ en produccio´n o desarrollo, suponiendo
esto una medida de mayor seguridad y mejorando la historia de aportaciones al proyecto.
Versionar el proyecto. Mantener nu´meros de versiones a medida que evoluciona el proyec-
to. Los nu´meros de versio´n se efectuara´n de manera automa´tica, aprovechando la disponibilidad
de las ramas debido a que es posible aumentar el nu´mero de versio´n del proyecto al finalizar
una tarea como, por ejemplo, una tarea de tipo bugfix.
4.3.3. Pool Communication Channel
Se an˜ade este nuevo pool ante la necesidad de efectuar env´ıos de notificaciones.
Notificaciones automa´ticas. Tanto al abrir como al cerrar una tarea, se enviara´ una
36
notificacio´n a trave´s de la aplicacio´n escogida para el canal de comunicacio´n. Tambie´n se deber´ıa
enviar una notificacio´n al desarrollador responsable de una inclusio´n de co´digo deficiente al
repositorio en remoto. Estas acciones se han representado mediante env´ıos de mensajes entre el
pool Communication Channel y el pool Developer Team en la Figura 4.3.
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Cap´ıtulo 5
Implementacio´n de las mejoras del
proceso de produccio´n de software
En este apartado se describe para cada mejora identificada anteriormente la evaluacio´n e
implementacio´n. Dado que podemos diferenciar varios tipos pools en el flujo de trabajo, se mues-
tra, a continuacio´n, la descripcio´n de las mejoras propuestas para cada uno de ellos, as´ı como
los requisitos generales y la seleccio´n, evaluacio´n e implementacio´n realizada. Las mejoras se
dividen en los siguientes pools:
Product Owner.
Developer Team.
Communication Channel.
5.1. Pool Product Owner
En esta seccio´n, se proponen las mejoras que es necesario aplicar para mejorar la funciona-
lidad del panel de Scrum y la disponibilidad de las tareas a realizar en el IDE Pycharm.
5.1.1. Descripcio´n de las mejoras
Panel de Scrum:
El panel de Scrum utilizado en la actualidad es Taiga. Los aspectos que se desean mejorar
son:
Distinguir las tareas de tipo problema o issue de las tareas normales o feature.
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Se desea establecer tipos de issues: enhanced, bugfix y hotfix.
Establecer categor´ıas de severidades: whishlist, normal, minor y major.
Crear prioridades para los tipos de issues: low y high.
Conexio´n entre el panel de Scrum y el IDE Pycharm:
En la actualidad el IDE Pycharm, utiliza el plugin taiga. Este so´lo muestra un listado de
las tareas con estado new o in progress. Adema´s, so´lo es posible cambiar el estado de una tarea
desde el IDE a new. Las mejoras para estos problemas son:
Mostrar las tareas por historia de usuario y por tareas de tipo issue.
Una vez finalizada una tarea, cambiar el estado a closed de forma automa´tica sin salir del
IDE.
5.1.2. Requisitos generales
Panel de Scrum:
El panel de Scrum utilizado en la actualidad no cumple con todas las necesidades. Debido
a esto, se realizara´ un estudio sobre el mismo, para ver si es posible adaptar la configuracio´n,
y adema´s se propondra´n otras herramientas destinadas al mismo propo´sito para someterlas a
evaluacio´n. En caso de ser necesario, se cambiara´ la herramienta para adoptar la que sea ma´s
adecuada al proceso segu´n el resultado de la evaluacio´n. Los requisitos mı´nimos que deben
cumplir estas herramientas son:
La aplicacio´n debe ser de tipo cloud.
Se debe poder conectar con las aplicaciones Bitbucket y Slack.
Applicacion Programming Interface (API) pu´blica.
Poder establecer roles de usuario.
Crear tareas.
Crear historias de usuario.
Establecer estados para las tareas (features).
Crear tareas de tipo problema (issues).
Establecer tipos, severidades y prioridades para los issues.
Poder enviar notificaciones.
Configurar permisos segu´n el tipo de rol.
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Crear equipo de trabajo.
Conexio´n del panel de Scrum al IDE Pycharm.
Es necesario establecer conexio´n entre el panel de Scrum y el IDE Pycharm para poder
trabajar sobre las tareas del panel y cambiar el estado de estas. Los requisitos son:
Mostrar un listado con las historias de usuario.
Mostrar un listado con los issues.
Mostrar las tareas features por historia de usuario.
Mostrar las tareas de tipos issue en un listado a parte de las tareas feature.
Cambiar el estado de una tarea a closed sin salir del IDE de forma automa´tica.
5.1.3. Seleccio´n, evaluacio´n e implementacio´n
La seleccio´n de las herramientas se realiza para escoger las que deban evaluarse, y as´ı ob-
tener la ma´s adecuada al proceso. Luego, se realizara´ la implementacio´n de la herramienta
seleccionada.
Panel de scrum:
Seleccio´n:
Los paneles sometidos a evaluacio´n han sido:
Taiga. Aplicacio´n web para realizar la gestio´n de proyectos. De los paneles que ofrece esta
aplicacio´n, se evalu´a el panel de Scrum [16].
Jira.Herramienta para gestionar el desarrollo de software [17].
Trello. Aplicacio´n que proporciona un tablero para gestionar proyectos [18].
ScrumDo. Herramienta para planificar, administrar y mejorar el trabajo [19].
QuickScrum. Herramienta de gestio´n de proyectos [20].
Evaluacio´n:
La evaluacio´n se ha realizado a trave´s de matrices de valoracio´n. Se ha escogido una versio´n
de cada producto en concreto para evaluar. Se debe tener en cuenta que, la decisio´n de escoger
cada versio´n de producto proviene de las caracter´ısticas que ofrece cada uno. As´ı, por ejemplo,
se ha escogido la versio´n Free de Taiga, ya que cumple con los requisitos necesarios, tal y como
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se podra´ ver en la evaluacio´n realizada, mientras que para Trello fue necesaria una versio´n de
pago.
Los criterios evaluados para cada herramienta han sido: econo´micos, tecnolo´gicos, de adapta-
bilidad, requisitos funcionales y requisitos generales de cada producto. La evaluacio´n completa
de las herramienta se puede ver en el Anexo C, apartado C.1. Evaluacio´n de los paneles de
Scrum.
Criterios econo´micos.
Para la evaluacio´n de los criterios econo´micos, se tuvo que elegir una versio´n de cada pro-
ducto, ya que la mayor´ıa de ellos ofrecen distintos precios segu´n lo que se desee contratar. De
esta manera, se selecciono´ para Taiga la versio´n Free, para Jira la versio´n Jira Software, para
Trello la versio´n Business Class, para ScrumDo la versio´n Scrumban y para QuickScrum la
versio´n Cloud. Los criterios que se tuvieron en cuenta fueron la periodicidad de realizacio´n del
pago, la cantidad del pago y el nu´mero de usuarios. Cabe mencionar que la frecuencia de pago
se considero´ como un requisito para disminuir el nu´mero de gestiones con las facturas.
Como resultado de la evaluacio´n se obtuvo que Taiga es mejor econo´micamente con una
puntuacio´n de 1,95, seguido de Jira y ScrumDo con 1,00 punto cada uno, QuickScrum con una
puntuacio´n 0,65 y por u´ltimo Trello con 0,60 puntos.
Criterios tecnolo´gicos.
Para evaluar los criterios tecnolo´gicos se tuvieron en cuenta aspectos como el tipo de servicio,
ya que debe ser cloud, las conexiones necesarias con otras aplicaciones (mı´nimo con Bitbucket
y Slack), API pu´blica, mantener el proyecto privado o el almacenamiento.
El resultado de la evaluacio´n, fue que Trello obtuvo la mejor puntuacio´n con 1,85, seguido
de Taiga con 1,80 y Jira con 1,70 puntos. Se obtuvo 0,95 puntos para ScrumDo y por u´ltimo
0,65 para QuickScrum. Como resultado de esta evaluacio´n se ha obtenido que Trello cumple
mejor con los criterios tecnolo´gicos.
Criterios de adaptabilidad.
A la hora de realizar la evaluacio´n de adaptabilidad de cada producto, se tuvieron en cuenta
los requisitos generales descritos en el apartado 5.1.2. De esta forma se ha evaluado si en la
herramienta se pod´ıan configurar los issues, para poder definir el tipo, la prioridad y la severidad.
Adema´s, aunque con menor grado de importancia, tambie´n se han evaluado caracter´ısticas como
configurar el aspecto del tablero.
La puntuacio´n obtenida para los paneles de Scrum fue: para Taiga de 0,99, seguida de Jira
con 0,90 puntos, 0,55 para QuickScrum, 0,44 para ScrumDo, y Trello con la menor puntuacio´n
de 0,25. Tal y como se refleja en la puntuacio´n obtenida, al realizar las pruebas se obtuvo
que Taiga admite la configuracio´n deseada, mientras que Trello (con la menor puntuacio´n) no
soporta la adaptacio´n necesaria.
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Criterios generales.
Se ha sometido a evaluacio´n ciertos criterios generales ofrecidos por las herramientas, ya que
podr´ıan ser de intere´s para mejorar el flujo de trabajo. Algunos de estos criterios han sido: si
el manejo resulta intuitivo, si dispone de aplicacio´n mo´vil o adjuntar archivos. Los resultados
obtenidos han sido: 0,99 para Taiga, 0,90 para Jira, 0,55 para QuickScrum, 0,44 para ScrumDo
y 0,25 para Trello.
Criterios funcionales.
En los criterios funcionales se han evaluado caracter´ısticas como poder establecer un equipo
de trabajo, si las tareas tienen un co´digo para identificarlas o si es posible mantener un estado
para las tareas.
Las puntuaciones han sido de 1,00 para Taiga y de 0,96 para Jira. A continuacio´n, QuickS-
crum ha obtenido una puntuacio´n de 0,75, y ScrumDo 0,60 puntos, mientras que Trello ha
obtenido la menor calificacio´n con 0,24 puntos.
Resultado.
Una vez alcanzados los resultados de cada criterio, se ha obtenido el resultado final de la
evaluacio´n. En total han sido cinco tipos de criterio tal y como se puede ver en la Tabla 5.1.
Todos tienen el mismo el peso, ya que se les otorga la misma importancia, excepto para los
criterios econo´micos, donde el valor es menor, debido a que la empresa estar´ıa dispuesta a pagar
una cantidad mayor a cambio de mejorar el resto de criterios. As´ı pues, se ha obtenido la mayor
puntuacio´n para Taiga de 1,31 puntos frente al resto de herramientas. En segundo lugar, le sigue
Jira con una puntuacio´n de 1,10, despue´s ScrumDo con 0,72 puntos, Trello con 0,69 puntos y
finalmente con la menor puntuacio´n, QuickScrum con 0,62 puntos.
Tabla 5.1: Totales de la evaluacio´n de los paneles de Scrum.
43
Implementacio´n:
Dados los resultados de la evaluacio´n, se concluye que se seguira´ trabajando con Taiga ya
que ha conseguido la mayor puntuacio´n. Se procede a configurar las mejoras necesarias en la
herramienta:
Se establecen los tipos de issues: enhancement, bugfix y hotfix.
Los tipos de severidad: whislist, normal, minor, major.
Se establecen las prioridades: low, high.
Adema´s, el grado de severidad y prioridad tendra´ asociado un color, de manera que el
grado resulte visualmente representativo. Puede verse en la Tabla 5.2 co´mo se ha establecido la
configuracio´n:
Tabla 5.2: Configuracio´n de los issues para el panel de scrum.
Cabe comentar que el estado de los issues (new, in progress, closed) no fue necesario con-
figurarlo, ya que la herramienta ofrecio´ de forma predeterminada los mismos estados que el de
las tareas derivadas de las historias de usuario.
En la Figura 5.1, se muestra el panel Taiga funcionando con la configuracio´n llevada a cabo.
44
Figura 5.1: Resultado de la configuracio´n para los issues en Taiga.
Conexio´n del panel de Scrum al IDE Pycharm:
A continuacio´n, se selecciona, evalu´a e implementa la funcionalidad necesaria para cubrir
los requisitos respecto a la conexio´n entre el panel de Scrum Taiga y el IDE Pycharm.
Seleccio´n:
En este caso no se realiza seleccio´n, dado que so´lo existe un plugin para realizar la conexio´n
entre el IDE y el panel de Scrum. Por tanto, se realizara´ la evaluacio´n sobre este plugin.
Evaluacio´n:
La evaluacio´n realizada ha consistido en probar las acciones ofrecidas por esta herramienta.
El plugin ofrece un listado de las tareas con estado new e in progress, y actualiza el estado a in
progress en el panel de Scrum al iniciar una tarea. Las tareas que ofrece, son so´lo las de tipo
feature, y e´stas no se pueden distinguir por historia de usuario. El menu´ ofrecido por el plugin
puede verse en la Figura 5.2:
Figura 5.2: Menu´ para realizar las tareas ofrecido por el plugin taiga.
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Dado que el plugin no cubre todas las necesidades identificadas, se decide programar esta
funcionalidad.
Implementacio´n:
La siguiente adaptacio´n fue realizar la programacio´n para, desde Pycharm, disponer de un
menu´ donde realizar las acciones que involucran al panel de Scrum, sin abandonar el entorno
de trabajo del IDE. Para la realizacio´n de la programacio´n que permite la comunicacio´n con
Taiga, se consulto´ la documentacio´n referente a su Application Programming Interface (API)
[21], [22].
Con esta programacio´n se ha logrado disponer de un menu´ en la consola del entorno de
desarrollo. El menu´ permite seleccionar el tipo de trabajo que debe realizarse dividido en dos
grupos: historias de usuario o issues. Adema´s, so´lo se muestran los asignados al usuario. Una
vez seleccionado uno de estos dos grupos, se muestra a continuacio´n un submenu´ con las tareas.
Las tareas mostradas son las que poseen estado nuevo o en progreso, es decir, en el menu´ no se
mostrara´n las tareas cerradas, ya que no se va a trabajar sobre ellas. Si se diera la excepcio´n
de tener que reabrir una tarea cerrada, so´lo habr´ıa que ir al panel de Scrum, cambiar el estado
a nuevo o en progreso, y entonces se mostrar´ıa en el menu´. Puede verse co´mo se muestra este
menu´ en el IDE en la Figura 5.3, en la cual primero se ha accedido a ver las historias de usuario
y se ha seleccionado una de ellas, para a continuacio´n mostrar el listado de las tareas que tiene
asociadas.
Figura 5.3: Menu´ de Scrum en Pycharm.
Para iniciar el menu´ mostrado en la Figura 5.3, realizar la sincronizacio´n del proyecto (sin-
cronizar el proyecto en local con el remoto), iniciar y finalizar tareas de tipo feature, bugfix,
hotfix y release1, se ha an˜adido un nuevo menu´ con botones en el IDE Pycharm. Los iconos
para los botones se han escogido de manera que resulten visualmente representativos, teniendo
en cuenta incluso el color de e´stos, como por ejemplo para los tipos de tarea. Estas se han
representado con chinchetas y se ha escogido el color segu´n su importancia: azul para las tareas
1Una nueva versio´n del proyecto para produccio´n.
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de tipo feature, amarillo para los de tipo bugfix y rojo para las de tipo hotfix. Se muestra en la
siguiente Tabla 5.3 la descripcio´n de cada boto´n.
Tabla 5.3: Botones configurados para el menu´ del IDE Pycharm.
A continuacio´n, se muestra en la Figura 5.4, el resultado del menu´ integrado en el IDE
Pycharm. Pueden verse los botones del menu´ en la parte superior derecha de la imagen.
Figura 5.4: Menu´ an˜adido en Pycharm.
5.2. Pool Developer Team
En este pool se describen las mejoras para poder establecer el cierre de las tareas, as´ı como
la ejecucio´n de los test y el manejo del control de versiones. No se realiza evaluacio´n del IDE
Pycharm dado que la empresa no desea cambiarlo.
5.2.1. Descripcio´n de las mejoras
Se desean conseguir las siguientes mejoras:
Mejorar el uso del control de versiones mediante Git. Para ello se propone utilizar varias
ramas:
Una rama master, para la versio´n del proyecto en produccio´n.
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Una rama develop, para la versio´n del proyecto en desarrollo.
Utilizar una rama por cada tarea que deba realizar el desarrollador, con el mismo nombre
que el identificador de la tarea en el panel de Scrum. Por ejemplo, si una tarea tiene el
identificador 807, la rama se nombrara´ feature/807.
Ramas release, para incorporar las nuevas versiones del proyecto desde desarrollo a pro-
duccio´n. La rama release se creara´ con el nombre release seguido del nu´mero de versio´n
correspondiente al estado del proyecto.
Adema´s, se pretende automatizar la creacio´n de las ramas, as´ı como las fusiones (merge)
entre ellas como, por ejemplo, incorporar el co´digo de una rama de una tarea (o rama de tipo
feature) a la rama develop, o lo que es lo mismo, finalizar una tarea. Al finalizar una tarea, se
deben pasar los test y si son satisfactorios incorporar el co´digo al repositorio en remoto.
Mejorar la realizacio´n de los test. Para evitar que un desarrollador suba co´digo a remoto
sin haber pasado los test, o sin que estos sean satisfactorios, se propone realizar los test de
forma automa´tica, y en caso de que se pasen correctamente, subir tambie´n el co´digo a remoto
y finalizar la tarea. En caso de que no se obtenga un resultado o´ptimo al realizar los test, se
cancela el cierre de la tarea, obligando al desarrollador a revisar el co´digo.
Formatear e identificar los commits adecuadamente. Para cerrar una rama antes se deben
confirmar los cambios; esto se realiza mediante el comando commit, y el desarrollador, adema´s,
debe incluir una descripcio´n de los cambios e incorporaciones realizados en el co´digo. Esto
es de especial importancia ya que estos commits describen las incorporaciones realizadas, lo
que genera una historia de desarrollo del proyecto, y de esta manera se ayuda tambie´n a los
desarrolladores a saber que´ se ha realizado en cada momento. Cada commit debera´ tener el
siguiente formato:
TG-[nu´mero de tarea] [tipo de rama]: Descripcio´n.
Establecer nu´meros de versio´n para el proyecto. Para esto se ha establecido que las tareas
release, bugfix y hoftix, incrementara´n la versio´n. El formato base para la versio´n sera´ v.x.x.x,
y los incrementos se realizara´n de la siguiente forma:
Release. Incrementara´ el segundo d´ıgito y, adema´s, se le concatenara´ rc: v.x.+1.x-rc.
Hotfix. Incrementara´ el tercer d´ıgito: v.x.x.+1
Bugfix. Incrementara´ tambie´n el tercer d´ıgito: v.x.x.+1
5.2.2. Requisitos generales
Se han de tener en cuenta los siguientes requisitos para lograr las mejoras anteriormente
propuestas.
Para mejorar y facilitar el control de versiones, se debe trabajar con Git de la siguiente
manera:
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• Los desarrolladores deben trabajar en una rama separada de la rama principal. De
esta forma las aportaciones de co´digo son ma´s seguras, y se pasan los test por cada
nueva aportacio´n de co´digo.
• Es deseable tener varios tipos de ramas segu´n el tipo de tarea que deba realizarse (en
adelante al referirse a un tipo de tarea, tambie´n se entendera´ que se hace referencia
a la rama del mismo tipo). Por ejemplo, si la tarea es de tipo problema bugfix,
debera´ realizarse dicha tarea sobre una rama del mismo tipo, bugfix.
• Distinguir los trabajos que se realicen para generar una nueva versio´n del proyecto
mediante ramas creadas para tal fin, es decir, ramas release.
• Obtener nu´meros de versio´n adecuados para el proyecto.
Automatizar la realizacio´n de los test.
Automatizar la incorporacio´n del nuevo co´digo en remoto si el resultado de los test es
satisfactorio, o cancelar el cierre de la tarea, si resulta insatisfactorio.
Formatear e identificar de forma adecuada los commits.
5.2.3. Seleccio´n, evaluacio´n e implementacio´n
Seleccio´n:
Para adaptar el control de reposiciones, la empresa sugirio´ estudiar el modelo de ramificacio´n
Git-flow. Este estudio se ha incorporado en la memoria en el Anexo D. Git-flow. Modelo de
ramificacio´n. Debido a que se considero´ la forma de trabajar que propone el modelo Git-flow,
se seleccionaron herramientas que le diesen soporte. Las herramientas son:
Software Git-flow.
Plugin Git-flow para el IDE Pycharm.
Evaluacio´n:
Git-flow. Modelo de ramificacio´n
A continuacio´n, se presenta co´mo propone el modelo Git-flow realizar la ramificacio´n.
Rama master. Versio´n del proyecto para produccio´n.
Rama develop. Versio´n del proyecto para desarrollo.
Rama release. Para incluir una nueva versio´n del proyecto.
Rama feature. Rama para realizar las tareas.
Rama hotfix. Para realizar las tareas identificadas como errores del proyecto en produccio´n.
Rama bugfix. Para realizar tareas identificadas como errores en desarrollo.
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De esta forma se cumplir´ıan los requisitos de trabajar con distintas ramas, diferenciar los
tipos de tarea y mantener una versio´n del proyecto para desarrollo y otra para produccio´n.
Adema´s, este modelo contempla el uso de tags para establecer las versiones del proyecto.
Plugin Git-flow
Para utilizar el plugin Git-flow, dado que Git-flow proporciona una conjunto de extensiones
sobre Git, primero se instalo´ en el sistema operativo, y luego se realizo´ la instalacio´n del plugin
en el IDE Pycharm. Lo siguiente fue realizar la configuracio´n. En la configuracio´n se pudo
apreciar co´mo ofrec´ıa soporte para mantener una rama en produccio´n, una rama para desarrollo,
adema´s de las ramas de tipo feature, release, hotfix y bugfix, de manera que un desarrollador
podr´ıa trabajar en distintas ramas segu´n el tipo tarea, y mantendr´ıa una versio´n del proyecto
para produccio´n y otra para desarrollo. Puede verse esta configuracio´n en la Figura 5.5.
Figura 5.5: Configuracio´n inicial del plugin Git-flow para Pycharm.
Sin embargo, una vez instalado, las opciones fueron limitadas. Inicialmente permite crear una
rama de tipo feature, release o hotfix, tal y como se muestra en la Figura 5.6 en el menu´ izquierdo.
No se muestra la opcio´n de crear una rama de tipo bugfix. El motivo es que el modelo Git-flow
establece que inicialmente una rama de tipo bugfix se crea a partir de una release; entonces,
esto implica crear primero una rama de tipo release. Esta forma de trabajar, aunque es la que
se propone inicialmente en el modelo, admite una variante, y es crear una rama bugfix desde
una rama develop. Esta variante es la que se decidio´ adoptar para aplicar la modelizacio´n de
ramas establecida por Git-flow al proceso y que el plugin no permite configurar.
Otra caracter´ıstica que se debe destacar, es que una vez iniciada una rama, el menu´ pasa
a ofrecer otras opciones para finalizar dicha rama. Por ejemplo, al finalizar una tarea de tipo
feature (y realizada sobre el mismo tipo de rama), la finalizacio´n del trabajo se debe realizar
en dos pasos: uno en el que se cierra la rama (Finish) y otro en el que se publica (Publish) o lo
que es lo mismo, enviar el co´digo al repositorio en remoto. Esto puede verse en la Figura 5.6 en
el menu´ de la derecha.
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Figura 5.6: Opciones del plugin Git-flow tras haber creado una rama de tipo feature.
En la siguiente Tabla 5.4 se muestran los requisitos evaluados en las pruebas, y si son
soportados o no.
Tabla 5.4: Requisitos soportados por el plugin Git-flow.
Despue´s de realizar las pruebas, se ha obtenido que el plugin Git-flow no cubre todos los
requisitos, tal y como se puede ver en la anterior Tabla 5.4. Adema´s, la forma en que se realizan
algunas tareas a trave´s del plugin, hace que se dependa de la actuacio´n del desarrollador. Por
ejemplo, para terminar una tarea en una rama de tipo feature, este puede seleccionar la opcio´n
Finish, lo que finalizara´ el trabajo en local, pero hasta que no seleccione la opcio´n Publish,
no se incorporara´ al repositorio en remoto. Otro problema hallado y considerado grave, es
que durante las pruebas realizadas el plugin mostro´ un comportamiento erra´tico como, por
ejemplo, no ofrecer las opciones de Finish y Publish despue´s de crear una rama feature, lo que
conllevo´ tener que reiniciar el IDE para que se mostrasen las opciones.
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Puesto que el plugin no realiza toda la funcionalidad deseada, y adema´s depende bastante de
la actuacio´n del desarrollador, se decide no utilizar esta herramienta y programar la adaptacio´n
necesaria. De esta forma se automatizara´n las acciones, facilitando el trabajo del desarrollador
y disminuyendo la posibilidad de cometer errores.
Implementacio´n
La implementacio´n ha consistido en programar la adaptacio´n necesaria para lograr auto-
matizar las acciones que se realizan para llevar a cabo el control de versiones. Para esto, fue
necesario estudiar previamente el modelo de ramificacio´n Git-flow [23], [24], [25], [26], para el
que despue´s se realizaron algunas modificaciones debido a los requisitos. Por ejemplo, al realizar
el cierre de una rama de tipo feature, se ha incorporado la automatizacio´n de los test, de manera
que ahora la accio´n ya no depende del desarrollador. Otro de los requisitos conseguidos ha sido
mantener un nu´mero de versio´n del proyecto (tag), de manera que corresponda con el estado
actual del proyecto, y adema´s se incremente el nu´mero de versio´n en caso de crear, por ejemplo,
una rama de tipo release o una rama bugfix. Se presenta en la Tabla 5.5, un resumen del flujo
general de Git-flow y las decisiones de adaptacio´n que se tomaron frente a este modelo.
Se debe tener en cuenta que, adema´s, se ha cambiado co´mo se realizan los test. Inicialmente
se realizaban a trave´s del servicio web Bitbucket. Este aspecto se considero´ en un principio,
mantenerlo y as´ı se reflejo´ en el proceso mejorado, pero al automatizar el cierre de las ramas
y la inclusio´n de co´digo a remoto, se aprovecho´ este aspecto para efectuar los test antes de
enviarlos al repositorio en Bitbucket, ahorrando de esta forma un paso: el env´ıo de co´digo para
ejecutar los test en remoto. Ahora, para el cierre de una tarea un desarrollador realiza un commit
y agrega una descripcio´n de los cambios realizados en el co´digo. A continuacio´n, los test se pasan
de forma automa´tica, y si son satisfactorios se env´ıa el co´digo a Bitbucket y se cierra la rama.
En caso de que e´stos no sean satisfactorios, se cancela el env´ıo y el cierre, y se muestra un
mensaje de error al usuario para que proceda a revisar el co´digo.
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Tabla 5.5: Adaptacio´n del flujo general del modelo de ramificacio´n Git-flow.
Por u´ltimo, se configuro´ el formato de los mensajes para realizar los commits. Para ello se
ha hecho uso de una plantilla [27] en el IDE Pycharm. Fue necesario configurar la plantilla para
que mostrase el nombre de la rama y el nu´mero de la tarea para que el desarrollador so´lo tuviese
que an˜adir la descripcio´n de los cambios realizados. Puede verse la plantilla en la Figura 5.7, en
la que aparece primero TG-794 feature:, correspondiente al identificador y tipo de una tarea,
para incluir a continuacio´n la descripcio´n.
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Figura 5.7: Plantilla commit message para introducir la descripcio´n de los cambios.
5.3. Pool Communication Channel
La herramienta disponible en la empresa en la actualidad es Slack, aunque no se utiliza
de forma habitual. Dado que se desconocen todas las funcionalidades de esta herramienta y
sera´ necesario estudiarla, se escogen tambie´n otras aplicaciones destinadas a la comunicacio´n
para someterlas a estudio y evaluacio´n junto a Slack. De esta forma se obtendra´ la herramien-
ta ma´s adecuada para el flujo de trabajo. Despue´s, se deber´ıa realizar la implementacio´n y
configuracio´n de la aplicacio´n seleccionada.
5.3.1. Descripcio´n de las mejoras
Las mejoras identificadas son:
Si se detecta una incidencia al incorporar co´digo en remoto, se debe notificar al desarro-
llador implicado.
Cuando se crea una tarea de tipo issue en el panel de Scrum Taiga, se debe enviar una
notificacio´n al desarrollador implicado.
Se deben mostrar notificaciones en un canal general disponible para todo el equipo de
desarrolladores, al iniciar y al terminar cada tarea.
5.3.2. Requisitos generales
Publicar un mensaje en el canal general cuando un desarrollador empiece o finalice una
tarea.
Generar notificaciones desde el control de reposiciones, es decir, desde el servicio Bitbucket.
Generar notificaciones desde el panel de Scrum Taiga.
Enviar una notificacio´n a la persona implicada en caso de incidencia.
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5.3.3. Seleccio´n, evaluacio´n e implementacio´n
Se listan a continuacio´n las herramientas escogidas para el estudio:
Seleccio´n:
Las herramientas evaluadas han sido:
Slack. Aplicacio´n de comunicacio´n que permite crear canales en los que puede participar
todo el equipo de desarrollo [28].
Stride. Herramienta de comunicacio´n para equipos de trabajo [29].
Flock. Aplicacio´n que permite la comunicacio´n y colaboracio´n de un equipo de trabajo
[30].
Fleep. Es una aplicacio´n que permite la comunicacio´n de organizaciones de trabajo [31].
Ryve. Permite la comunicacio´n incluyendo equipos de trabajo, y as´ı organizar la realizacio´n
de las tareas [32].
Evaluacio´n:
Para la evaluacio´n se han utilizado matrices de valoracio´n. La eleccio´n de las versiones
gratuitas para todas las herramientas se ha debido a que la empresa prefiere ahorrar por ahora
en este servicio.
Los criterios evaluados para cada herramienta han sido los criterios funcionales, ya que
la herramienta debe cumplir con las conexiones a los servicios Taiga y Bitbucket. Tambie´n
se han considerado criterios generales para comparar las caracter´ısticas de las herramientas,
y de esta forma escoger la que ofrezca unos servicios ma´s adaptados al flujo del proceso. La
evaluacio´n completa se puede ver en el Anexo C, apartado C.2 Evaluacio´n de las aplicaciones
de comunicacio´n.
Criterios funcionales.
En los criterios funcionales se ha evaluado la conexio´n con Bitbucket, con Taiga y el poder
configurar el env´ıo de mensajes automatizados, tanto a un canal general como a un determinado
usuario, de esta forma se podr´ıa notificar a un desarrollador en caso de que su aportacio´n de
co´digo al repositorio en remoto fuese rechazada.
Se debe distinguir que algunos servicios ofrec´ıan como opcio´n vincularse a Bitbucket, de
forma que so´lo hab´ıa que seleccionar esta opcio´n para establecer la conexio´n. Otras herramientas,
sin embargo, no dispon´ıan de este servicio, pero s´ı permit´ıan conexio´n a trave´s de webhook2.
Au´n as´ı, con las aplicaciones Fleep y Ryver no fue posible recibir notificaciones; a trave´s de
2((Un Webhook es una manera de ser notificado cuando un evento ha ocurrido en tu aplicacio´n o la de un
tercero. Es ba´sicamente una solicitud POST que se env´ıa a una URL espec´ıfica.)) [33]
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Taiga para Fleep, y de Bitbucket y Taiga para Ryver. S´ı se consiguio´ con e´xito para Slack
con Taiga. Esto ha quedado reflejado en la puntuacio´n obtenida, pues Slack tiene un total 0,68
puntos, frente a Stride, Flock y Fleep con 0,34 puntos, ya que en estas tres so´lo fue posible enviar
notificaciones con el servicio Bitbucket, y 0 puntos para Ryver, debido a que no se logro´ con
ninguno de los dos servicios.
Criterios generales.
Para los criterios generales se han evaluado aspectos comunes a todas las herramientas.
Destacan los siguientes criterios: las herramientas han de ser de tipo aplicacio´n web, necesidad de
integracio´n con otros servicios y aplicaciones (enviar notificaciones desde Bitbucket y Taiga), la
cantidad de aplicaciones que pueden ser integradas, las notificaciones y el formateo para escribir
mensajes con fragmentes de co´digo, para que estos resulten de ma´s claridad. Los servicios con
mayor puntuacio´n han sido Flock y Fleep, au´n as´ı se debera´ tener en cuenta que Fleep no ofrece
formatear mensajes con co´digo. Despue´s siguen Slack y Strice con 0,87 puntos, y por u´ltimo
Ryver con 0,72 puntos.
Resultado.
El resultado obtenido se presenta en la Tabla 5.6. Se puede ver co´mo se ha otorgado un
peso mayor a los criterios funcionales con 55 %, por considerarlos imprescindibles, y un peso de
45 % para los criterios generales. As´ı pues, de esta manera se ha obtenido que Slack obtiene la
mayor puntuacio´n con 1,55 puntos, seguido de Flock y Fleep, ambos con 1,24 puntos, Stride
con 1,55 puntos, y finalmente Ryver con la menor puntuacio´n de 0,72 puntos. Se concluye
con el resultado de la evaluacio´n que Slack sera´ la herramienta que se integre como canal
de comunicacio´n para el proceso. Aun as´ı, se debe tener en cuenta que ninguna aplicacio´n
logro´ enviar notificaciones a un usuario en concreto, pudie´ndose enviar so´lo al canal general.
(Esto se probo´ enviando notificaciones tanto desde el panel de Scrum Taiga, como desde el
control de versiones Bitbucket).
Tabla 5.6: Resultado de la evaluacio´n de las aplicaciones de comunicacio´n.
Implementacio´n:
Debido a la restriccio´n del tiempo para la realizacio´n de las pra´cticas y, a que ninguna
herramienta cumplio´ del todo con los requisitos recogidos, se prescindio´ de la adaptacio´n de
Slack para el flujo de trabajo. Pese a esto, se configuraron los servicios Taiga y Bitbucket para
recibir notificaciones a trave´s de correo electro´nico, y se establecio´ como canal de comunicacio´n
para reuniones y env´ıo de mensajes la aplicacio´n Skype. Se deja como extensio´n para este
proyecto la integracio´n y adaptacio´n del servicio de comunicacio´n, adema´s se debe tener en
cuenta que, de cambiar la situacio´n de la empresa, (aumento de empleados, cambios en las
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herramientas utilizadas, etc.) se deber´ıa realizar una nueva evaluacio´n por si fuese necesario
seleccionar, otras versiones de los productos, debido a que el estudio se limito´ u´nicamente a las
versiones gratuitas.
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Cap´ıtulo 6
Pruebas
Las pruebas han consistido en reproducir parte del trabajo diario que se espera realizar.
Se ha utilizado el panel de Scrum Taiga y el IDE Pycharm con el nuevo menu´ creado para
poder acceder a las tareas desde el IDE y realizar el control de versiones de forma automa´tica.
Estas pruebas se realizaron y se presentaron al supervisor de las pra´cticas en la estancia en la
empresa TbM. Como se deseaban realizar todas las tareas desde el propio IDE sin tener que
abandonarlo, se realizan las pruebas desde el pool Developer Team. A continuacio´n, se describen
las pruebas realizadas:
6.1. Pruebas realizadas en el pool Developer Team
Para la realizacio´n de las pruebas, se creo´ primero las historias de usuario con sus tareas de
tipo feature y tareas de tipo issue en el panel de Taiga para que estuvieran disponibles desde el
menu´ creado en el IDE para tal fin. Adema´s, se crearon issues de distintos tipos, combinando
las severidades y prioridades.
6.1.1. Se puede sincronizar el proyecto en local con el remoto
Objetivo:
Para esta prueba se espera poder actualizar el co´digo en local con el disponible en remoto.
Para esto se hara´ uso del boto´n existente en el menu´ implementado en el entorno de desarrollo.
Pasos realizados:
Se pulsa el boto´n correspondiente del menu´ y se observa co´mo el co´digo en local es actualizado
con el co´digo disponible en remoto.
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6.1.2. Es posible iniciar el menu´ para tareas Scrum
Objetivo:
Inicializar y mostrar el menu´ creado para realizar las tareas del panel de Scrum, a trave´s
del boto´n disponible en el menu´ integrado en el IDE Pycharm.
Pasos realizados:
Se pulsa el boto´n correspondiente en el menu´ de Pycharm y se observa co´mo se muestra el
menu´ para realizar las tareas del panel de Scrum.
6.1.3. Se pueden iniciar tareas de tipo feature
Objetivo:
En esta prueba se espera poder acceder al listado de las tareas a trave´s de las historias de
usuario, seleccionar la tarea para trabajar sobre ella y que, adema´s, se cree la rama correspon-
diente para iniciar el seguimiento de la codificacio´n a trave´s del control de versiones de forma
automa´tica.
Pasos realizados:
Primero se inicio´ el menu´, mostrando el listado de las historias de usuario, y se selecciono´ una
historia, para la que a continuacio´n el menu´ ofrecio´ sus tareas. Al seleccionar una de ellas, se
creo´ de forma automa´tica una rama con el mismo nombre que el tipo de la tarea, feature,
seguido del identificador nume´rico que le correspond´ıa, y se cerro´ el menu´ automa´ticamente. Se
comprobo´ tambie´n que las tareas se muestran tanto en el estado new e in progress, y que no se
muestran las tareas con estado closed.
6.1.4. Se pueden iniciar tareas de tipo issue
Objetivo:
Se espera poder trabajar sobre tareas de tipo issue selecciona´ndolas a trave´s del menu´ creado
para este pro´posito en el IDE. En el menu´, junto al nombre de la tarea, se debe mostrar su
prioridad y severidad para ayudar a escoger la tarea sobre la que trabajar.
Pasos realizados:
Nuevamente se inicio´ el menu´. Esta vez se selecciono´ la opcio´n para mostrar el listado de
issues, y se escogio´ una tarea de tipo problema para trabajar sobre ella. De forma automa´tica
se creo´ una rama con el nombre del tipo del problema, bugfix en este caso, seguido del nu´mero
de tarea. Se repitieron estos pasos para probar los distintos tipos de issue con diferentes priori-
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dades y severidades, obteniendo el comportamiento esperado. Tambie´n se comprobo´ que no se
muestran las tareas cerradas.
6.1.5. Se pueden cerrar tareas de tipo feature, bugfix y hotfix
Se agrupa a continuacio´n en una sola explicacio´n las pruebas realizadas para estos tipos de
tarea, debido a que las pruebas son ide´nticas.
Objetivo:
Se debe realizar primero un commit. Luego, se debe poder seleccionar la opcio´n de cerrar
la tarea, a trave´s del boto´n creado expresamente para esta funcio´n y, que se mostro´ en la
explicacio´n de la implementacio´n. Al cerrar se deben pasar los test, incrementar el nu´mero de
versio´n del proyecto y, enviar el co´digo al repositorio en remoto. Por u´ltimo, se debe cerrar la
rama. En caso de no superar los test, se aborta el cierre y se debe mostrar un mensaje de error
al usuario.
Pasos realizados:
Lo primero fue comprobar que no es posible cerrar una tarea si antes no se ha realizado un
commit. Al pulsar el boto´n de la funcio´n de cierre, se mostro´ un mensaje de error, obtenien-
do el comportamiento esperado. Para continuar, se procedio´ a crear el commit haciendo uso
de la plantilla. Se comprueba, adema´s, que la plantilla muestra correctamente el identificador
nume´rico de la tarea y el nombre del tipo de tarea que se esta´ a punto de finalizar. A conti-
nuacio´n, nuevamente se hace el intento de cerrar la tarea, y esta vez s´ı da inicio al cierre. Se
ve co´mo pasan los test con e´xito, se incrementa el nu´mero de versio´n del proyecto y se env´ıa
el co´digo a remoto. Obtenido el comportamiento deseado por esta parte de la implementacio´n,
se procedio´ tambie´n a comprobar el caso en el que falla algu´n test. En esta parte se obtuvo un
mensaje de error y se aborto´ el cierre de la rama, no se incremento´ el nu´mero de versio´n, no se
envio´ el co´digo a remoto y se mostro´ un mensaje de error.
6.1.6. Se puede iniciar una tarea de tipo release
Objetivo:
Esta prueba debe proceder de igual forma que el inicio de las tareas de tipo release, bugfix y
hotfix. La u´nica diferencia es que el nombre de la rama tiene que estar formado por la palabra
release seguido del siguiente nu´mero de versio´n del proyecto. Es decir, se debe poder obtener el
nu´mero actual, incrementarlo y utilizar el nu´mero obtenido como parte del nombre de la rama.
Pasos realizados:
Se utiliza el boto´n creado para esta funcionalidad y dar paso al proceso de inicio de este
tipo de tarea. Se comprueba, con e´xito, que se crea una rama para dar soporte al control de
versiones con el formato esperado.
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6.1.7. Se puede finalizar una tarea de tipo release
Objetivo:
A trave´s del boto´n creado para esta funcio´n, se espera realizar el cierre de la tarea de tipo
release. Se debe generar un commit, pasar los test y, a continuacio´n, incrementar el nu´mero de
versio´n, enviar el co´digo a remoto y cerrar la rama.
Pasos realizados:
Los pasos realizados para esta prueba son los mismos que los efectuados para el cierre de las
tareas feature, bugfix y hotfix. En lo u´nico que difiere es en el tipo de env´ıo de co´digo a remoto.
Dado que este tipo de tarea se realiza para obtener una versio´n del proyecto para produccio´n,
el co´digo se debe enviar a trave´s de una peticio´n pull-request. Con esta peticio´n el co´digo no
se incorpora a desarrollo, sino que se hace una peticio´n de incorporacio´n a produccio´n. De esta
forma el co´digo queda pendiente de ser aprobado por el responsable del repositorio, el Product
Owner. Esta prueba se logra con e´xito.
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Cap´ıtulo 7
Impresiones sobre los resultados
obtenidos
Se destacan algunos de los resultados obtenidos, ya que han resultado de intere´s, gracias
a que, con la implementacio´n de las herramientas, se ha logrado crear un marco integrado de
desarrollo de software para la empresa TbM. Estos resultados, se apreciaron despue´s de realizar
las pruebas descritas en el cap´ıtulo 6, Pruebas.
Este marco integrado, facilita trabajar con las tareas del panel de Scrum en el IDE Pycharm
y, automatiza el control de versiones para el desarrollo del sistema. Debido a esto se consigue
mantener tambie´n, una historia limpia y coherente sobre las incorporaciones de cambios al
desarrollo del sistema TbM System.
Al disponer de las tareas en el entorno de desarrollo y crear las ramas con la misma identi-
ficacio´n que en el panel de Scrum, la aplicacio´n Taiga hace un seguimiento de las actividades.
De esta forma, en el propio panel de Scrum, al seleccionar una tarea sobre la que ya se ha
trabajado, se muestra la descripcio´n de los commits creados, ordenados por fecha y hora. Cada
descripcio´n de commit muestra al desarrollador que llevo´ a cabo la tarea, e incluso, si se ha
cambiado el propietario de la tarea para que otro miembro del equipo continu´e con el trabajo,
se identifica tambie´n este usuario en la historia de la tarea y se indica, adema´s, su aportacio´n
realizada.
Con esto se ha logrado mantener, la informacio´n de co´mo evoluciona el proyecto ligada a su
tarea en el panel de Scrum. De esta manera cualquier miembro del equipo puede consultar de
forma ordenada el trabajo realizado y saber que´ funcionalidad se ha desarrollado en esa tarea.
Se muestra un fragmento de la informacio´n de la historia de desarrollo de una tarea en la Figura
7.1.
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Figura 7.1: Parte de la historia de una tarea en el panel de Scrum Taiga.
Imagen obtenida con permiso de la empresa TbM.
Otra forma de poder ver la historia de desarrollo del proyecto es a trave´s del servicio Bitbuc-
ket. En donde se muestra la informacio´n de las acciones realizadas desde el a´mbito del control
de versiones. La historia ahora es mucho ma´s clara: se muestran las ramas creadas por cada
tipo de tarea realizada, identificadas con el nombre del tipo y numeracio´n de la tarea, gracias
a la plantilla que se incorporo´ en la implementacio´n, adema´s de la descripcio´n de los commits.
Tambie´n es posible consultar las modificaciones realizadas en el co´digo a partir de los commits
generados. Esto hace que un desarrollador al consultar un commit pueda saber en que´ tarea
se realizo´ la modificacio´n, por quie´n, leer la descripcio´n para entender el motivo y visualizar la
informacio´n. Adema´s, dado que se han integrado las herramientas, tambie´n es posible acceder
directamente al commit de Bitbucket desde el servicio Taiga. Los enlaces que permiten acceder
a visualizar el commit, se muestran en la Figura 7.1, y son, @Rosa y Bitbucket commit. En la
Figura 7.2, se muestra un fragmento de co´mo se han generado los commits para el DSS sobre
estrategias financieras en desarrollo de la empresa TbM.
Figura 7.2: Parte de la historia del DSS sobre estrategias financieras en desarrollo en Bitbucket.
Imagen obtenida con permiso de la empresa TbM.
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Cap´ıtulo 8
Conclusiones
En este proyecto se ha aplicado metodolog´ıas y conceptos aprendidos durante el grado,
en concreto en las asignaturas EI1029 Sistemas de Informacio´n en las Organizaciones, EI1037
Gestio´n de Proyectos de Sistemas de Informacio´n y EI1046 Sistemas de Informacio´n Integrados.
Los conocimientos que se han podido aplicar son: Decision Support System (DSS), desarrollo
mediante Scrum,Business Process Reengineering (BPR), Business process management (BPM)
y Business Process Model and Notation (BPMN). Los cuales han permitido realizar el estudio
del proceso presentado en este proyecto, representarlo y proponer mejoras.
Para la implementacio´n de las mejoras propuestas en la realizacio´n del proyecto, se han
podido aplicar numerosos conocimientos adquiridos durante estos an˜os en el grado, como por
ejemplo, poder realizar la programacio´n para an˜adir la nueva funcionalidad, conceptos de sis-
temas operativos aplicados a la lo´gica de la programacio´n realizada, o lograr el entendimiento
para ampliar y adquirir nuevos conceptos como ha sido el modelo de ramificacio´n Git-flow, o
la documentacio´n de las Application Programming Interface (API) para la integracio´n de las
herramientas.
Sobre el resultado obtenido: la nueva funcionalidad an˜adida al entorno de desarrollo, la
configuracio´n an˜adida al panel de Scrum y la automatizacio´n del control de versiones; aprove-
cho para comentar, el valor an˜adido que ha supuesto al proceso de desarrollo del sistema que
esta´ llevando a cabo la empresa Trading by Machine. Tras las pra´cticas me incorpore´ como
trabajadora a la empresa. El poder crear y finalizar tareas desde el entorno de desarrollo y,
automatizar el control de versiones, ha propiciado que me pueda abstraer de estas acciones;
apenas se producen conflictos al realizar aportaciones de co´digo, se ha ganado en tiempo, y se
tiene toda la informacio´n sobre co´mo se realiza el desarrollo, de forma clara y ordenada, lo que
hace fa´cil seguir el trabajo realizado por cualquier miembro del equipo.
Como ampliacio´n a este proyecto, queda la integracio´n de comunicacio´n de notificaciones.
En un principio, parte de la propuesta de este proyecto abarcaba la implementacio´n de una
herramienta de comunicacio´n para el env´ıo de notificaciones. Si bien, se realizo´ la seleccio´n
de posibles aplicaciones para incorporar al flujo de trabajo, la evaluacio´n de las aplicaciones
seleccionadas y, se obtuvo como resultado una aplicacio´n a integrar; no se incorporo´ finalmente
al flujo de trabajo. Esto se debio´ a diversos motivos: la restriccio´n de tiempo para las pra´cticas y
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a que, la empresa considero´ que en su estado actual, al ser pocos miembros, era prescindible, por
lo que se decidio´ no realizar la implementacio´n para llevar a cabo el resto de mejoras propuestas.
Por esta razo´n, se deja como extensio´n a este trabajo la posibilidad de integrar una herramienta
de comunicacio´n de notificaciones.
Sobre la estancia en pra´cticas, desde el primer d´ıa me trataron como integrante ma´s de la
empresa. Me mostraron todas las herramientas con las que se trabaja y me explicaron tambie´n,
co´mo esta´n desarrollando el sistema TbM System. Durante toda la estancia no me ha faltado
soporte por parte del supervisor, quie´n si algu´n d´ıa no se pudo presentar en la oficina, se
preocupo´ por contactar mediante Skype para supervisar el trabajo que estaba realizando. Sobre
la planificacio´n de los Sprints y el desarrollo mediante Scrum, al principio me resulto´ costoso.
Adema´s, mis tareas para realizar el proyecto, se an˜ad´ıan junto con las tareas a realizar para el
desarrollo del sistema. Sin embargo, a medida que pasaron las semanas, esta manera de trabajar,
resulto´ ma´s favorable, en todo momento se ten´ıan presentes las actividades a realizar, y adema´s,
al cerrar tareas se ten´ıa sensacio´n de avanzar sobre el trabajo que se estaba realizando.
Quisiera aprovechar, para expresar mi agradecimiento a mi supervisor Julia´n Mulet, por el
intere´s y dedicacio´n prestados para que aprendiera y para que la estancia en pra´cticas resultase
provechosa; a mi tutora, Cristina Campos, por los consejos, conocimientos y correcciones reali-
zados en este proyecto. A los profesores y profesoras del Grado en Ingenier´ıa Informa´tica, por
las ensen˜anzas transmitidas durante el grado.
Agradecer tambie´n, a mi compan˜ero Rafael Jurado, por haberlo sido, y por ponerme en
contacto con la empresa donde hice la estancia en pra´cticas. A Aglaya Pons, por haber sido tan
buena compan˜era de grupo durante estos u´ltimos cursos.
Por u´ltimo, agradecer a todas mis amistades de Castello´n e Ibiza, por todo el apoyo prestado,
sobre todo al final de la carrera. Y finalmente, a mi marido, Diego Garzo´n, por el a´nimo y apoyo
recibido, que no ha sido poco, durante estos an˜os.
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Anexo A
Sprints planificados para la
realizacio´n del proyecto
Se presentan los Sprints llevados a cabo durante la duracio´n del proyecto. La informacio´n
de los Sprints se ha extra´ıdo del panel de Scrum Taiga y se ha introducido en este trabajo con
permiso de la empresa Trading on Machine. Para cada Sprint se ha especificado el per´ıodo de
duracio´n, las historias de usuario creadas y, las tareas derivadas de cada historia de usuario. En
total han sido siete Sprints. Pueden verse de la Tabla A.1 a la Tabla A.7.
Tabla A.1: Sprint 1. Historia de usuario y tareas realizadas.
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Tabla A.2: Sprint 2. Historias de usuario y tareas realizadas.
Tabla A.3: Sprint 3. Historias de usuario y tareas realizadas.
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Tabla A.4: Sprint 4. Historias de usuario y tareas realizadas.
Tabla A.5: Sprint 5. Historias de usuarios y tareas realizadas.
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Tabla A.6: Sprint 6. Historias de usuarios y tareas realizadas.
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Tabla A.7: Sprint 7. Historias de usuarios y tareas realizadas.
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Tabla A.8: Continuacio´n Tabla A.7. Sprint 7.
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Anexo B
Elementos BPMN2 y ampliacio´n de
figuras
B.1. Elementos de la notacio´n BPMN2 usados para la repre-
sentacio´n del proceso
Se muestran en la Tabla B.1 los elementos de la notacio´n BPMN utilizados para realizar las
representaciones gra´ficas del proceso estudiado en el estado AS IS y TO BE en el Cap´ıtulo 4.
BPR aplicado al proceso de produccio´n de software. La informacio´n completa sobre los elementos
existentes en la notacio´n BPMN puede encontrarse en [11], [34]. Las figuras utilizadas para la
creacio´n de la Tabla B.1 se han extra´ıdo de la herramienta Camunda Modeler [10].
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Tabla B.1: Descripcio´n de los elementos BPMN utilizados en las representaciones.
B.2. Ampliacio´n de figuras AS IS y TO BE
Para facilitar la visualizacio´n de los elementos utilizados para las representaciones AS IS
y TO BE se muestra, a continuacio´n, el pool Product Owner comu´n a ambas figuras, el pool
Developer Team del modelo AS IS y el pool Developer Team del modelo TO BE. Debe entenderse
que en las siguientes figuras se han eliminado algunos pools y mensajes de flujo, debido a que
el objetivo es mostrar partes de las figuras ampliadas para facilitar su lectura.
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Anexo C
Evaluacio´n de las herramientas
seleccionadas
C.1. Evaluacio´n de los paneles de Scrum
Se presenta a continuacio´n, la evaluacio´n completa realizada para la seleccio´n del panel
de Scrum. Los criterios evaluados han sido: criterios econo´micos, generales, tecnolo´gicos, de
adaptabilidad y funcionales.
C.1.1. Resultados de los criterios econo´micos
En la C.1, se muestran los criterios econo´micos evaluados, as´ı como la puntuacio´n obteni-
da por cada aplicacio´n. La escala de valores utilizada para la evaluacio´n de estos criterios se
proporciona en la Tabla C.2.
Tabla C.1: Resultados de los criterios econo´micos para los paneles de Scrum.
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Tabla C.2: Escala de valores para la evaluacio´n de los criterios econo´micos.
C.1.2. Resultados de los criterios generales
Como criterios generales se escogieron caracter´ısticas comunes a casi todas las aplicaciones
y, que podr´ıan ser de intere´s para el caso del proceso estudiado. En la Tabla C.3 puede verse el
resultado de la evaluacio´n de estos criterios. Cabe mencionar, que para el criterio Crear rama en
repositorio de git, aunque ScrumDo y Jira, ofrezcan esta posibilidad, no se les otorgo´ la misma
puntuacio´n. Esto ha sido debido a que Jira, permite la creacio´n de ramas con Bitbucket, y este
es el servicio empleado en la empresa, mientras que para ScrumDo, se hubiese tenido que migrar
el repositorio a GitHub.
Otro valor a destacar, es si la aplicacio´n resulta intuitiva. En este caso a Taiga, se le conce-
dio´ una puntuacio´n mayor. Esto fue debido a que, en comparacio´n con el resto de aplicaciones,
esta presenta una interfaz ma´s limpia e instintiva, por lo que se quiso destacar esta caracter´ıstica.
La escala de valores empleada para cada criterio se presenta en la Tabla C.4.
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Tabla C.3: Resultados de los criterios generales para los paneles de Scrum.
Tabla C.4: Escala de valores utilizada para la evaluacio´n de los criterios generales.
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C.1.3. Resultados de los criterios tecnolo´gicos
Se recogen, en la Tabla C.5, los resultados alcanzados para las aplicaciones para los criterios
tecnolo´gicos. La escala de valores empleada para obtener los resultados se facilita en la Tabla
C.6.
Tabla C.5: Resultados de los criterios tecnolo´gicos para los paneles de Scrum.
Tabla C.6: Escala de valores utilizada para la evaluacio´n de los criterios tecnolo´gicos.
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C.1.4. Resultados de los criterios de adaptabilidad
Se presentan los criterios de adaptabilidad evaluados en la Tabla C.7. La mayor´ıa de estos
criterios son importantes, ya que permitira´n obtener el comportamiento esperado por la aplica-
cio´n. Esto se ha reflejado en el peso concedido a cada criterio. Por otro lado, a caracter´ısticas
menos importantes, como personalizar el aspecto del tablero, se les ha otorgado una puntuacio´n
menor. La escala de valores utilizada para las puntuaciones se puede ver en la Tabla C.8.
Tabla C.7: Resultados de los criterios de adaptabilidad para los paneles de Scrum.
Tabla C.8: Escala de valores utilizada para la evaluacio´n de los criterios de adaptabilidad.
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C.1.5. Resultados de los criterios funcionales
En la siguiente Tabla C.9, se presenta el resultado de la evaluacio´n para los criterios funcio-
nales. Durante la realizacio´n de las pruebas de evaluacio´n de estos criterios, sorprende que, para
las tareas de incidencia con las aplicaciones ScrumDo y QuickScrum, no fuese posible establecer
la configuracio´n para trabajar de la forma deseada. No llamo´ tanto al atencio´n, el no lograrlo
con Trello, ya que esta aplicacio´n es ma´s limitada.
Otro aspecto, que tambie´n llamo´ la atencio´n, es la visualizacio´n de ScrumDo para las ta-
reas. As´ı como el resto de aplicaciones presenta en el panel las historias de usuario y las tareas,
ScrumDo so´lo muestra las historias de usuario. Para visualizar las tareas es necesario acceder a
la historia de usuario. Este comportamiento, resulto´ extran˜o, ya que se espera de este tipo de
aplicaciones que las tareas este´n disponibles visualmente. Este aspecto se reflejo´ con la puntua-
cio´n concedida a ScrumDo de 0,50 puntos. La escala de valores para establecer las puntuaciones
se puede ver en la Tabla C.10.
Tabla C.9: Resultados de los criterios funcionales para los paneles de Scrum.
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Tabla C.10: Escala de valores utilizada para la evaluacio´n de los criterios funcionales.
C.2. Evaluacio´n de las aplicaciones de comunicacio´n
Se muestran los resultados de los criterios funcionales y generales evaluados, de los cua-
les se ha obtenido el resultado final presentado en el apartado 5.3.3. Seleccio´n, evaluacio´n e
implementacio´n del canal de comunicacio´n.
C.2.1. Resultados de los criterios funcionales
Los criterios evaluados han sido el poder conectarse a las aplicaciones Bitbucket y Taiga, y
el poder enviar una notificacio´n a un determinado usuario. Los valores de los pesos, dado que las
tres caracter´ısticas son importantes, son similares. Au´n as´ı, se ha dado un peso menor al env´ıo a
un determinado usuario, ya que prevalece la necesidad de las conexiones con Bitbucket y Taiga.
Las puntuaciones obtenidas para las aplicaciones pueden verse en la Tabla C.11, as´ı como la
escala de valores empleada en la Tabla C.12.
Tabla C.11: Resultados de los criterios funcionales para las aplicaciones de comunicacio´n
Tabla C.12: Escala de valores utilizada para la evaluacio´n de los criterios funcionales.
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C.2.2. Resultados de los criterios generales
Se presenta a continuacio´n, los criterios generales, evaluados para las aplicaciones selecciona-
das. Se puede ver en la siguiente Tabla C.13, como estos criterios, siendo normalmente comunes
a este tipo de aplicaciones, en algunos casos se les otorgo´ una baja puntuacio´n, como el caso
del formateo del texto para escribir mensajes con fragmentos de co´digo. Tambie´n, se presenta
en la Tabla C.14 la escala de valores empleada.
Tabla C.13: Resultados de los criterios generales para las aplicaciones de comunicacio´n
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Tabla C.14: Escala de valores utilizada para la evaluacio´n de los criterios generales.
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Anexo D
Git-flow. Modelo de ramificacio´n
D.1. Definicio´n
Git-flow es un modelo de ramificacio´n que estable co´mo gestionar las ramas en un repositorio
de Git. Este modelo, propuesto por Vincent Driessen en su blog A successful Git branching
model [35], es de especial importancia para equipos de desarrollo. Explica co´mo gestionar ramas
a trave´s del desarrollo del producto, de forma que, por ejemplo, se pueden crear ramas para
introducir nuevas funcionalidades, lanzar una nueva versio´n del proyecto o solucionar fallos y
problemas. De esta forma es posible adaptar la creacio´n de las ramas al desarrollo real del
producto.
Las acciones realizadas con Git-flow se pueden conseguir tambie´n mediante comandos Git.
Es ma´s, para utilizar Git-flow, se debe tener instalado Git. Pero cada accio´n conlleva una serie
de comandos, por lo que es conveniente utilizar el conjunto de extensiones ofrecido por Git-flow
para no tener que ejecutar cada vez todos esos comandos.
D.2. Ramificacio´n
Git-flow propone mantener durante todo el proyecto dos tipos de ramas principales mas-
ter y develop. Estas ramas tienen vida ilimitada durante todo el proyecto. La rama master
sera´ utilizada para produccio´n y la rama develop, contendra´ el co´digo para la siguiente versio´n
del proyecto, es decir, la versio´n en desarrollo del producto.
Para desarrollar nuevas funciones para una pro´xima publicacio´n o futura versio´n, se crean
las ramas feature . Estas ramas so´lo existen en el repositorio del proyecto en desarrollo, nunca
en produccio´n. Por tanto, tienen vida limitada, ya que son creadas para an˜adir funcionalidad y
eliminadas al terminar la adicio´n de esa funcionalidad. Dado que con estas ramas se trabaja en
desarrollo, se crean (bifurcan) a partir de la rama develop y, una vez terminada la codificacio´n
de la nueva funcionalidad, se an˜ade (fusiona) el co´digo a la rama develop. De esta forma, se
consigue trabajar de manera aislada, permitiendo que varios desarrolladores puedan trabajar al
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mismo tiempo.
Cuando se desea preparar una nueva versio´n del proyecto de produccio´n, se creara´n ramas
de tipo release . Debido al objetivo de este tipo de rama, preparar una nueva versio´n, su ciclo de
vida es muy corto. En estas ramas se deben realizar las pruebas para lanzar la nueva versio´n y
generar muy poca cantidad de co´digo. Si fuese necesario introducir grandes cambios, se deber´ıa
retroceder, eliminar esta rama, y generar los cambios a trave´s de ramas de tipo feature. Estas
ramas se crean a partir de la rama develop (a la que se han ido incorporando las caracter´ısticas
a trave´s de ramas feature, y por lo tanto tiene toda la funcionalidad para la nueva versio´n),
adema´s, se debe crear el nuevo nu´mero de versio´n del proyecto o tag. Al terminar, se fusiona
con la rama master, de esta forma se incorpora el co´digo a produccio´n.
Para solucionar problemas y fallos, se deben crear ramas de tipo hotfix o bugfix 1.
Las ramas de tipo hotfix , se utilizan para solucionar errores encontrados en produccio´n,
es decir, en la rama master. Por tanto, se deben crear a partir de la rama master y, una vez
solucionado el error, fusionar el co´digo en la rama master y develop. Al incorporar el co´digo a
la rama master, se debe aumentar el nu´mero de versio´n del proyecto.
Ramas de tipo bugfix . Este tipo de ramas existe de forma similar a las de tipo hotfix, con
la diferencia de solucionar fallos encontrados en develop. Una rama bugfix se crea a partir de
la rama develop y, solucionado el error, se fusiona otra vez en la rama develop, incrementando,
adema´s, el nu´mero de versio´n del proyecto. El flujo propuesto por Git-flow puede verse en la
figura D.1.
D.3. Comandos
Los comandos presentados a continuacio´n, son los distintos comandos de Git-flow para crear
ramas y establecer los nu´meros de versio´n del proyecto. Cada comando Git-flow supone una
secuencia de comandos de Git, por lo que tambie´n se muestra la secuencia de comandos equiva-
lentes con el objetivo de entender, que´ acciones se llevan a cabo con cada comando de Git-flow.
Estos comandos han sido extra´ıdos y adaptados a partir de: [26] [37].
D.3.1. Inicializar Git-flow
Tabla D.1: Comandos para crear el repositorio.
1La introduccio´n de ramas bugfix al flujo de trabajo Git-flow, es una variante propuesta por Peter van der
Does en [36], quien a su vez se baso´ en la definicio´n de la metodolog´ıa Git-flow de Vincent Driessen.
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Figura D.1: Modelo de ramificacio´n de Git.
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D.3.2. Rama feature
Crear la rama feature:
Tabla D.2: Comandos para crear una rama feature.
Finalizar la rama feature:
Tabla D.3: Comandos para finalizar una rama feature.
D.3.3. Rama release
Crear la rama release:
Tabla D.4: Comandos para crear una rama release.
Finalizar la rama release:
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Tabla D.5: Comandos para finalizar una rama release.
D.3.4. Rama hotfix
Crear la rama hotfix :
Tabla D.6: Comandos para crear una rama hotfix.
Finalizar la rama hotfix :
Tabla D.7: Comandos para finalizar una rama hotfix.
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D.3.5. Rama bufgix
Dado que el flujo inicial de git-flow no contempla este tipo de rama, se presenta u´nicamente
la secuencia de comandos Git.
Crear la rama bugfix :
Tabla D.8: Comandos para crear una rama bugfix.
Finalizar la rama bugfix :
Tabla D.9: Comandos para finalizar una rama bugfix.
98
