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ABSTRACT
For creative tasks, programmers face a choice: Use a GUI and sacrifice flexibility, or write code and sacrifice ergonomics?
To obtain both flexibility and ease of use, a number of systems have explored a workflow that we call output-directed programming. In this paradigm, direct manipulation of the program's graphical output corresponds to writing code in a general-purpose programming language, and edits not possible with the mouse can still be enacted through ordinary text edits to the program. Such capabilities provide hope for integrating graphical user interfaces into what are currently text-centric programming environments.
To further advance this vision, we present a variety of new output-directed techniques that extend the expressive power of SKETCH-N-SKETCH, an output-directed programming sys-Permission to make digital or hard copies of all or part of this work for personal or classroom use is granted without fee provided that copies are not made or distributed for profit or commercial advantage and that copies bear this notice and the full citation on the first page. Copyrights for components of this work owned by others than the author(s) must be honored. Abstracting with credit is permitted. To copy otherwise, or republish, to post on servers or to redistribute to lists, requires prior specific permission and/or a fee. Request permissions from permissions@acm.org. tem for creating programs that generate vector graphics. To enable output-directed interaction at more stages of program construction, we expose intermediate execution products for manipulation and we present a mechanism for contextual drawing. Looking forward to output-directed programming beyond vector graphics, we also offer generic refactorings through the GUI, and our techniques employ a domainagnostic provenance tracing scheme.
To demonstrate the improved expressiveness, we implement a dozen new parametric designs in SKETCH-N-SKETCH without text-based edits. Among these is the first demonstration of building a recursive function in an output-directed programming setting.
INTRODUCTION
Direct manipulation [40] graphical user interface (GUI) applications are ubiquitous. Every day, direct manipulation GUIs are used by millions for office tasks such as presentation and document preparation as well as for specialized creative tasks such as engineering and graphic design. Direct manipulation's intuitive point-click-modify experience enables a large number of people to leverage computers to create novel artifacts.
Even so, experts may sometimes forgo a GUI application and create their artifact using a programming language. In contrast to the intuitive experience offered by direct manipulation GUIs, text-based coding does not offer immediate and direct artifact construction, but programmers use text-based languages to gain flexibility not afforded by any GUI application.
Both paradigms-direct manipulation and text-based programming-have proven useful. Naturally, there have been efforts to combine their distinct strengths.
For example, some professional creative applications do offer a scripting API (e.g. Maya [2] ), but, beyond perhaps an initial macro recording, script construction is a text editing process with no direct manipulation support. Furthermore, in the programming world, non-text paradigms such as blocks- [4] or wires-based visual programming [43] allow direct manipulation of program elements. Even so, most professional programming remains a strictly plain text activity.
Instead, could direct manipulation augment text-based programming, providing user interfaces more like standard creative application GUIs, such as graphics editors? Rather than directly manipulating program elements construed as blocks and wires, could one construct a textual program by directly manipulating a program's output?
Output-Directed Programming (ODP)
We refer to this paradigm-in which a programmer constructs a plain text program by mouse-based operations on the program's output-as output-directed programming (ODP). Each operation triggers a transformation on the text-based program, akin to automatic refactoring tools. Successive operations build the program step by step. Because the program is plain text throughout the process, desired changes that are not possible through the provided direct manipulation interactions can be enacted by ordinary text editing. The system treats the plain text as the artifact's primary representation so that text editing does not disable future direct manipulation actions. This ODP paradigm for altering a program by manipulating its output offers two tantalizing possibilities:
• Creative applications could represent the user's artifact not as an opaque internal data structure but as a visible, editable, textual program. Direct manipulation of the artifact can be freely mixed with computational generation.
• For general-purpose programming, ODP could facilitate general program construction via output-directed manipulations. For experts, these ODP interactions might accelerate common program construction tasks, and for novices, ODP interactions might provide an approachable pathway into programming.
A number of systems have made initial steps towards realizing this paradigm. After first drafting a program using ordinary text edits, several ODP systems allow direct manipulation of the output to change constant literals in the program [46, 9, 24, 39, 29] . To also relieve the initial text editing burden, for programs with graphical output a few systems provide ODP mechanisms for program construction [31, 38, 19] , akin to drawing tools in graphics editors.
All prior ODP systems presented their workflow as a mix of text edits and direct manipulation. Although the selling point of ODP is that text edits can compensate for any missing direct manipulation features, the standing question is how thoroughly direct manipulation can subsume text-based editing. Therefore, in this work we wonder: What kinds of programs can be constructed entirely through output manipulations?
New ODP Techniques in SKETCH-N-SKETCH We extend our prior work on SKETCH-N-SKETCH [9, 19 ], a programming system for creating vector graphics, with new ODP techniques that enable the system to construct 16 example programs without text edits on the code-even though ordinary text editing remains possible at any time during the construction of each example. Specifically, we: Although the SKETCH-N-SKETCH system is specialized for programs that output vector graphics, the four principles above are relevant for future output-directed programming systems of all kinds.
Paper Outline and Supplementary Materials
To introduce the output-directed programming workflow in SKETCH-N-SKETCH, in the next section we walk through the creation of a simple example program. After this overview, we present the core ODP mechanisms and our four innovations in more detail, followed by an examination of the construction of the 16 example programs. We conclude by discussing current limitations of SKETCH-N-SKETCH, related work, and future directions for ODP. Our implementation, examples, videos, and appendices are available as Supplementary Materials and on the Web (http://ravichugh.github.io/sketch-n-sketch/).
OVERVIEW
SKETCH-N-SKETCH is a bimodal programming environment, as depicted in Figure 1 : the left pane is an ordinary source code text editor; the right pane renders the scalable vector graphics (SVG) [47] design generated by the code and also offers a graphical interface for performing transformations on the SVG output (i.e., with mouse-based manipulations). The programmer may perform keyboard text edits on the code at any time during program construction, but this ability will not be used in this paper.
To introduce the basic ODP workflow in SKETCH-N-SKETCH, we will walk through the construction of a reusable design for the SKETCH-N-SKETCH logo ( Figure 2 ). The construction will proceed in four consecutive uments/open_source/sketch-n-sketch/build/out/index.html 1/1 phases: (i) drawing the shapes, (ii) relating Figure 2 . graphical features to align shapes and equate Lambda logo. colors, (iii) abstracting the design into a reusable function, and, finally, (iv) refactoring the design to clean up the generated code. Throughout, the code shown is as produced by SKETCH-N-SKETCH. Newlines inserted for formatting purposes in this paper are "escaped" by a "\" backslash. The final code for this example is shown in Figure 11 .
Drawing Shapes
The initial program template is nearly blank, defining only an empty list of SVG shapes:
Starting from this bare program, the programmer would first like to get some shapes into the program's output. A traditional programming environment would require looking up the drawing library's documentation and perhaps copy-pasting some example code into the program.
The SKETCH-N-SKETCH output pane, however, imitates a traditional drawing application. The programmer clicks on the "square" tool from the toolbox (Figure 1a ) and drags the mouse on the canvas. When she releases the mouse, a new square1 definition is inserted in the program, based on a call to the square standard library function with arguments for position and size derived from the mouse drag operation. A square1 variable usage is also inserted into the shape list at the end of the program, and thereby a red square appears in the program output on the canvas (not shown). Shapes on the canvas may be directly moved and resized as in a traditional graphics editor, causing SKETCH-N-SKETCH to automatically change appropriate numeric constants in the program [9] . Additionally, when a shape is selected, sliders appear to allow similar modification of non-shape attributes such as, e.g., fill color ( Figure 3 ) or stroke width. In our example, the programmer drags the color slider to change the square's fill color from red to a shade of green; the appropriate number in the program is updated (the color number 0 above becomes 140, shown in Figure 4 ).
To create the lines for the lambda symbol, the programmer selects the "line" tool and then "snap-draws" [17] Figure 4 ). SKETCH-N-SKETCH interprets these snaps as constraints which should always hold, i.e., the lines should still coincide with the corners and center even if the square is moved or resized. SKETCH-N-SKETCH encodes these constraints in the program via shared variables: three new variables are introduced for the square's top-left x and y coordinates and its width w, and the spatial properties of both the square and the two lines are defined in terms of simple math on those variables ( Figure 4 ).
Relating Properties
The programmer would like the color and width of the two lines always to be identical. SKETCH-N-SKETCH offers tools for relating features after they are drawn. To relate the colors, the programmer first selects the two lines (indicated by yellow highlights in Figure 5 ) to expose sliders for each line's color and stroke width. As mentioned earlier, she can manipulate the sliders to change constants in the program, but here she instead clicks the whole line2 color slider to select the property itself (a selected property is indicated in green, as shown in Figure 5 ) and then selects the other line's Whenever an item is selected, SKETCH-N-SKETCH displays a floating menu of output tools. The programmer would like the two selected colors to always be the same, so she moves her mouse to the M AKE EQUAL tool, revealing a list of possible program transformations in a submenu-in this case there is only one, but if the lines had been different colors two results would be offered to let the programmer decide which line's color should take priority (as simulated in Figure 6 ). Moving her mouse over the single "Equalize by removing line2 color" result in the submenu shows a preview of the new output on Session 2B: Media Authoring UIST '19, October 20-23, 2019, New Orleans, LA, USA Figure 6 . The output tools panel appears when an item on the canvas is selected. Each tool may offer multiple results; hovering the mouse over each result previews the change on the code and on the canvas.
the canvas and presents a diff of the change in the code box (not shown)-in this case the appearance will not change but an appropriately-named color variable will be introduced and used for both lines. The programmer is happy with this change and clicks to apply it. She repeats this workflow to equalize the stroke width of the two lines as well.
Abstracting the Design
The programmer would like to make her logo design reusablein other words, she would like to create a function that, given size and color arguments, generates a logo appropriately.
She gathers the three shapes into a single expression by selecting the shapes and invoking the GROUP tool in the floating menu. Analogous to the grouping functionality of traditional graphics editors, GROUP in SKETCH-N-SKETCH gathers the shapes into a single list definition, which is used in place of the individual shapes in the final shape list:
Now that the shapes are grouped into a list, SKETCH-N-SKETCH offers that list itself as an object for selection on the canvas. Lists are represented on the canvas with list widgets-boxes with dotted borders (intended to evoke the elements of a list). When the programmer hovers her mouse over a shape, list widgets are shown for each of the list expressions in the program in which the shape appeared. In this example there are four such lists: the initial list literal [square1, line1, line2] plus three expressions at the end of the program that evaluate to lists (the squareLineLine variable usage, the list literal [squareLineLine], and the flattened list value produced by the call concat [squareLineLine]). Notice in Figure 7 how SKETCH-N-SKETCH chooses a layout to avoid 9 Sketch-n-Sketch otherwise-overlapping widgets. Hovering over a list widget highlights the corresponding code expression in the program (not shown), allowing the programmer to distinguish the various lists. She selects the list widget corresponding to the [square1, line1, line2] literal (as shown in Figure 7 ). Because this list literal is assigned to a variable, the list widget is labeled with the variable name, squareLineLine.
Sketch-n-Sketch
A label on the canvas may be clicked to enact a RENAME refactoring on the variable (Figure 8 ). After renaming the squareLineLine variable to logo, she then, with the list still selected, invokes the ABSTRACT tool to construct a function that returns the selected item, namely the list [square1, line1, line2].
The ABSTRACT tool performs an "Extract Method" refactoring. Definitions (with free variables) used only in the construction of [square1, line1, line2] are heuristically pulled into the new function, producing a function named logoFunc parameterized over the remaining free variables y, x, w, color, and strokeWidth:
The programmer has created a reusable function, which she could manually call multiple times in the program. Conve-

Code Tools
Output Tools View Options niently, however, type inference via type inference. in SKETCH-N-SKETCH notices that this function accepts an (x, y)-coordinate and a width, so this function appears in the tool box on the right-hand side as a custom drawing tool ( Figure 9 ). 1 User-defined drawing tools behave the same way as the standard library drawing tools such as the square and line tools already demonstrated: drawing on the canvas with the tool will insert a new call to the custom function into the program.
Refactoring
Although the programmer has produced a reusable design, she may change her mind about particular details in the program. For example, the programmer may like to clean up the code and also may want to add a border to the design. SKETCH-N-SKETCH provides features to help implement code changes such as these two. 1 Type inference mechanisms to distinguish between x and y coordinates, distances, and other numeric values are described in the appendix included in the Supplementary Materials. 
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UIST '19, October 20-23, 2019, New Orleans, LA, USA Similar to list widgets, call widgets-drawn with solid borders-are placed around items that are produced by function calls in the program. The programmer clicks the call widget for the first call to logoFunc, which (a) exposes the function's arguments above the called widget, and (b) focuses any changes to just that function. The rest of the program output (there is none currently) disappears from the canvas for the duration of the focused editing session.
When a function is focused, its arguments may be renamed, removed, or reordered; an argument may be added by selecting a shape feature within the function and choosing ADD ARGUMENT from the output tools menu. In this case, the programmer clicks the REORDER ARGUMENT arrows to place the x argument before y.
Now the programmer would like to add a border. After changing the two existing lines to black via color sliders, she then snap-draws a polygon to the four corners of the square with the "Polygon" tool from the toolbox. Because she is focused on this function, the new polygon, called polygon1, is added to the return expression of the logoFunc function instead of to the program's final shape list (see lines 20-25 of Figure 11 ). With the polygon selected, she uses the polygon's sliders to set its fill color to transparent and to adjust its stroke width.
The lambda logo program is now completed to the programmer's satisfaction; the final code is shown in Figure 11 . The programmer was able to create the program entirely through output-directed manipulations on the canvas by using tools for drawing, relating, abstracting, and refactoring.
DESIGN AND IMPLEMENTATION
SKETCH-N-SKETCH is a browser application written in the functional language Elm [14] extended with custom providers for mutation and exceptions. Figure 12 depicts the workflow for output-directed programming in SKETCH-N-SKETCH. The programmer-facing language for users is a standard functional language with Elmlike syntax. A text-based program written in this language is evaluated, and its SVG output value is rendered on the output canvas. The output is overlaid with widgets for selecting and manipulating sub-values (discussed below). The programmer may draw a shape, or drag an item to change a number in the program [9] , or make a selection and choose a program transformation from the floating tools menu ( Figure 6 ). The resulting modified program is placed in the code box and is re-evaluated producing new output on the canvas. tion regions for width and height), colors (via color sliders), or strokes (via stroke width sliders). When the programmer makes a selection and then invokes a transformation, the selected sub-values are "arguments" to the transformation and are interpreted in a transformation-specific way.
Looking forward to applying ODP to larger programs, manipulation of the final output alone will be insufficient. The output by itself does not represent the process by which the output was produced. We believe some of the intermediate process should be exposed on the canvas for manipulation.
Therefore, in addition to the sub-values of the final output described above, the programmer may also select two additional kinds of terms associated with the program's execution. First, we also expose widgets on the canvas that correspond to intermediate values produced during execution. Second, we allow the programmer to select a sub-expression in the program to denote the context under focus. These additional kinds of selections-intermediate values and focused sub-expressionsserve as further arguments to program transformations and enable the programmer to modify portions of the computation that do not have a direct representation in the final output.
To highlight the key ideas behind our implementation, we discuss these two novel selection types below. We also discuss the degree to which several of our transforms are ordinary automatic refactorings (i.e. not specific to SVG), as well as the generic provenance tracing that the transformations rely upon to associate canvas selections with program locations. Figure 1a ) and draws on canvas, or manipulates existing shapes and selects a tool from the floating tools menu ( Figure 6 ). (D) One or more candidate programs are produced; the programmer previews the changes and then chooses one ( Figure 6 ). Figure 13 . Program transformations and user interface features (UI) in SKETCH-N-SKETCH. Those marked with H are new to our system; the remainder are improvements upon [19] . The #Ex column indicates the number of examples in Figure 15 in which the feature was used.
Intermediate Value Widgets
To allow manipulation of computation steps before the final output, SKETCH-N-SKETCH displays widgets for three kinds of intermediate values produced during execution: point values, offset values, and list values.
Points (number-number pairs, e.g. [10, 20] ) produced at intermediate execution steps are exposed for manipulation as point widgets on the canvas. Between selected points, we also draw distance features for selecting Cartesian distances.
In graphics code, it is common to define offsets from some base x or y values. Therefore, during execution, when a numeric amount is added to or subtracted from an x or y coordinate, an offset widget is drawn on the canvas as a horizontal or vertical arrow from the initial point, where the length of the arrow is the numeric amount of the offset. The arrow itself may be selected or dragged to change the offset amount.
To complement the new point widgets and offset widgets, a "Point and Offset" tool in the toolbox (Figure 1b also insert a new point for the base of the offset. To ease the creation of symmetry, offset amounts may snap to each other while drawing. The symmetry is enforced by introducing a shared variable for offset distance. For example, the program in Figure 14 is rendered on the canvas as a point widget from which four offsets emanate. The variables halfW and halfH are shared offset amounts produced by snap-drawing (and subsequently renamed by the programmer). The ends of the offsets can serve as snap targets for future drawing (e.g. the rhombuses in Figure 15xii ). Note that Figure 14 was created by the using the "Point and Offset" tool, but the rendered widgets would be the same if the program were instead written by text edits-only the code matters. SKETCH-N-SKETCH emits widgets from the evaluator when appropriate computation patterns are encountered.
A third type of intermediate widget-a list widget-is emitted whenever an execution step evaluates to a list of graphical items. A list widget is drawn as a dashed box encompassing the items (Figure 7 ). Any list of shapes, list of points, or list of lists in the program can thus be selected. List widgets obviate the need for a graphics-specific construct to denote groups of shapes-a group is just a list of shapes, and the list widget facilitates selection of, and thus operations on, the group.
Expression Focusing
To enable manipulation of subsections of the program, a program expression may be selected to control the syntactic scope of changes made to the code. Most notably, focusing a shape group (i.e. list of shapes) or a function causes drawing operations to insert shapes into that group or function rather than the final output. Accordingly, a recursive design can be created by drawing a function inside itself.
When a function call produces graphical elements, a call widget is displayed around the returned elements as a box with a gray solid border. Clicking the gray border focuses the function call ( Figure 10 ). The remainder of the program's output is hidden and drawing operations are interpreted inside the focused function. Clicking the call widget again or pressing the "escape" key returns focus back to the entire program.
Literal (non-function) definitions may also be focused. If a canvas selection refers to the right hand side of an assignment, a FOCUS EXPRESSION tool is offered to focus that assignment. Looking forward to applying ODP to domains beyond vector graphics, a number of SKETCH-N-SKETCH's tools apply standard automatic refactorings.
Most notably, labels are drawn next to most widgets on the canvas to aid comprehension-any label may be clicked to RENAME the associated variable and its uses.
SKETCH-N-SKETCH also includes tools for refactoring functions. The ABSTRACT tool performs a generic "Extract Method" refactoring, building a new function parameterized over the expression's free variables. Also, when a function call is focused by clicking its call widget, SKETCH-N-SKETCH offers actions to add, remove, or reorder arguments. Finally, the MERGE tool performs clone elimination.
Provenance Tracing
While the widgets for intermediate values expose relevant steps of the computation on the canvas, occasionally the transformations require knowledge about parts of the computation that are not directly represented by widgets. For example, the ADD ARGUMENT tool searches for every expression that affected the selected value and separately offers each such expression as a possible new argument to the function.
To help the tools answer these kinds of questions, the SKETCH-N-SKETCH evaluator performs tracing on every execution step: the resultant value is tagged with the expression being evaluated as well as pointers to the prior (tagged) values used in the immediate computation; transitively following these prior tagged values reveals the dependencies of the computation. To answer containment queries, we additionally add pointers from list elements to the list(s) containing them. Our tracing discards certain control flow information, most notably pattern match de-structuring operations; future versions of SKETCH-N-SKETCH may adopt the Transparent ML [1] tracing scheme to preserve this information. Neither our tracing nor Transparent ML is specific to SVG-we suspect generic tracing will be useful for ODP in multiple domains.
SKETCH-N-SKETCH becomes sluggish on larger examples.
Although tracing theoretically adds memory and time overhead to evaluation, the culprit not the tracing itself but is usually comparison between large traces or widget processing.
CASE STUDY OF ODP EXAMPLES
To explore the expressiveness of ODP in SKETCH-N-SKETCH, we implemented 16 parametric designs summarized in Figure 15 . Drawn from various sources [9, 19, 34, 5, 8] , the designs exercise different features: 6 designs are parameterized functions that appear as drawing tools at the end of construction, 6 involve repetition by position, 1 involves repetition by other features (radius and color, Figure 15xiii ), and 1 uses recursion (Figure 15i ). All 16 programs, spanning 427 lines of code total, were built entirely via output-directed manipulations, without any text editing in the code box.
Below, we discuss common patterns in how we used the tools to implement the examples. Next, we recount the key steps in building the recursive Koch curve and explain the process to construct designs involving repetition. Finally, we describe limitations by discussing the tasks from the Watch What I Do: Programming by Demonstration [34] benchmark suite that the current system cannot complete without text edits.
Authoring
The lambda logo walkthrough in the overview framed the SKETCH-N-SKETCH workflow as a four stage draw-relateabstract-refactor authoring process. In practice, design construction cannot always be cleanly delineated into precise stages in a fixed order. For example, while constructing the designs of Figure 15 , we often specified the relationships before drawing the shapes: we laid out the desired parameterization of the design using points and offsets (as in, e.g., Figure 14 ) and afterwards attached shapes using snap-drawing.
The #Ex column of Figure 13 lists how many of the Figure 15 examples utilized each tool. Indeed, besides shape drawing and variable renaming, the most widely used functionality was SKETCH-N-SKETCH's snap-drawing ability-not surprising given that the goal was to create parametric designs.
It is notable that to encode spatial constraints we more often preferred to snap-draw rather than use the MAKE EQUAL tool. MAKE EQUAL is more flexible, but not only does it require extra clicks compared to snap-drawing, MAKE EQUAL can offer a large number of different but hard-to-distinguish ways to enforce a constraint ( Figure 6 is a tame example). To help, SKETCH-N-SKETCH employs a ranking heuristic that seems to work well in practice: MAKE EQUAL prefers changes that rewrite terms near each other and later in the program. The least used tool for specifying relationships was the RELATE tool. RELATE guesses a mathematic relationship between selected items-we only used it for constraints involving thirds.
Offsets plus snaps and MAKE EQUAL was sufficient, but not always convenient, for creating reasonable parameterizations of the designs. Laying out offsets beforehand requires forethought. A future SKETCH-N-SKETCH might benefit from tools to break constraints or invert dependencies after the fact.
As indicated in Figure 13 , we did not use the MERGE tool and three tools were used only once, all on the most challenging example, the Koch snowflake. The MERGE tool merges multiple copies of a shape into a function-we prefer ABSTRACT instead because it requires only a single example. The three tools only used for the Koch fractal all played a role in the workflow to specify recursion, which we now recount.
Recursive Koch Snowflake
We highlight the key steps in creating the recursive von Koch snowflake design [45] (Figure 1, Figure 15i ). This task requires manipulating intermediates-program has no output throughout most of its development-and focused editing is needed to build the recursive function. Here we emphasize the steps to specify the recursion, although the video in the Supplementary Materials walks through the entire construction.
Each side of the Koch snowflake is based on a recursive motif shown in Figure 1f . The motif requires two helper functions: a function that, given two points, computes a point 1 of the way between them (oneThirdPt, Figure 1d) , and a function that, given two points, computes a third point that completes an 3 11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47 87  88  89  90  91  92  93  94  95  96  97  98  99  100  101  102  103  104  105  106  107  108  109  110  111  112  113  114  115  116  117  118  119  120  121  122  123  124  125 23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60  61  62 3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27 2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43 Figure 15 . Example programs created solely via output-directed manipulations. LOC = Source lines of code. λ = Final design is a function that appears as a drawing tool. COMPARISON TO [19] : If an example can similarly be created in [19] , code metrics for [19] appear in parentheses. Math operations (MO) indicate code simplifications due to our improvements. H (resp. I) = Task cannot (resp. can with undesired parameterization) be created in [19] . SOURCE OF EXAMPLES: WWID: PBD [34] : Tasks marked with underline (dashed = only partially completed). Lillicon [5] : (vii) Battery. QuickDraw [8] : (viii) Ladder. SKETCH-N-SKETCH [19] : (ix) Logo (via Three Tris). SKETCH-N-SKETCH [9] : (x) N Boxes, (xi) Ferris Wheel. equilateral triangle (equiTriPt, Figure 1e ). The two helpers are created without text edits via the RELATE and MAKE EQUAL tools, respectively. Each helper takes in two points and is thus exposed as a drawing tool (Figure 1c ).
The Koch motif is created by snap-drawing oneThirdPt forward and backwards to yield the 1 and 2 points; 3 3 equiTriPt is used to create a point equidistant from the 1 and 2 points. The bottom 3 3 of Figure 16 shows this initial motif after abstraction. Note that when a function is focused, as in Figure 16 , input points are rendered in orange and output points in blue. The code is not recursive yet:
makeKochPts point point2 = let oneThirdPt2 = oneThirdPt point point2 in let oneThirdPt3 = oneThirdPt point2 point in equiTriPt oneThirdPt3 oneThirdPt2
Drawing the function inside itself causes SKETCH-N-SKETCH to insert a recursive skeleton and the recursive call: To avoid infinite recursion, the temporary guard expression ??terminationCondition evaluates to false the first time the function is encountered, and true if the function has appeared earlier in the call stack, affecting termination at a fixed depth. The termination condition may be selected later. After drawing the function between the remaining three pairs of points the design looks like a fractal ( Figure 17) . However, only one point is output from the function-the white points are only intermediates. Moreover, most of those intermediates are inside calls to the base case. Although focused on the function's recursive case, to modify the output of the base case, the programmer can click the call widget of a call to the base case (the inner light gray border in Figure 17 ) to focus that call instead ( Figure 18 ).
The ADD TO OUTPUT and REORDER IN LIST tools are used to place the selected points into the output of the base case (resulting in the list on line 16 of Figure 1 ). Once complete, the recursive case may be refocused, and, using the same two tools, its output is specified to be the concatenation of the lists returned from calls the the base case (line 22 of Figure 1 ).
What remains is to choose a termination condition. The focused call widget for makeKochPts displays the conditional not <| ??terminationCondition for the recursive case. Clicking the conditional offers termination conditions. Currently, SKETCH-N-SKETCH implements only one: fixed depth, in which a depth argument is decremented on the recursive calls. These changes are visible in the final code (Figure 1f ).
With all the points for the Koch snowflake now on the canvas, a polygon is attached to them by selecting the "Polygon" tool and clicking the list widget to select the points. With widgets hidden, the final snowflake is shown in Figure 1 . 
Repetition
Of the Figure 15 examples, 7 utilize SKETCH-N-SKETCH's tools for creating repetitive designs. A selected shape may be repeated either over an existing list of points in the program or over a new call to any function that returns a list of points (the default toolbox in Figure 1a contains several such functions). Figure 19 illustrates code produced by these repetition tools.
For creating designs that vary over a non-spatial attribute, SKETCH-N-SKETCH alternatively offers a programming by demonstration workflow: after manually laying out the first few shapes of a repetitive design, the REPEAT BY INDEXED MERGED tool syntactically merges the shape expressions into a single function that is called with an argument i that takes on the values 0, 1, 2, etc. Using a simple form of sketchbased synthesis [41] , a special tool called FILL HOLE resolves syntactic differences between the original shape expressions by synthesizing expressions that refer to the index variable i. Figure 15x and xiii were constructed with this workflow.
Limitations: Remaining Tasks
Of the 15 tasks in the Watch What I Do: Programming by Demonstration [34] benchmark suite that may be interpreted as parametric drawings, our system is able to fully complete 4.
What is needed to complete all the tasks without text edits?
Two of these remaining WWID: PBD tasks can be partially completed in this work (Figure 15v , vi). To fully complete them, "Box Volume" would require an interaction to compute and display the numeric volume of the folded box, and "Xs" would require more precise control over what definitions are abstracted. (Not all uses of a squareWidth parameter are pulled into the abstraction, causing the design to render incorrectly when drawing an X with different sized squares.)
The remaining nine tasks are diverse; no single feature would help with more than two or three. A prominent missing feature is arbitrary text boxes, with other elements placed relative to the text size. Beyond this, several examples require various list operations. SKETCH-N-SKETCH would also need to reason about intersections of lines with shape edges, to offer ways to specify overlapping and containment constraints, and to solve different kinds of such constraints simultaneously. Finally, one example would require creating if-then-else branches outside of a recursive or hole-filling setting.
RELATED WORK
Many related approaches provide direct manipulation tools to (a) transform programs and/or (b) build parametric designs.
Parametric Computer-Aided Design (CAD)
Feature-based parametric CAD systems record user actions as a series of steps that together act as a program encoding the creation of the design. If an element's property is changed, dependent actions in the sequence are re-run. Among CAD systems, EBP [33] is notable for offering a programming by demonstration workflow to create loops and conditionals.
Drawing With Constraints
Several visual design systems integrate constraint specification (e.g. [48, 22] ). Notably, Apparatus [37] , Recursive Drawing [36] , and Geometer's SketchPad [21] support recursion. Like CAD, but unlike SKETCH-N-SKETCH, these systems do not represent the design in a general-purpose, text-based programming language.
Constraint-Oriented Programming (COP)
Other constraint-oriented systems, following in the footsteps of SketchPad [42] , explicitly view building a constrained system as a programming task [6, 20, 15] . While offering varying degrees of visibility into the code, these systems are distinguished by running constraint solvers alongside the program. We instead rely on standard execution semantics.
Programming by Demonstration (PBD)
Several PBD approaches [10] use shape drawing as a domain for exploring non-textual programming techniques. These systems usually rely on a visual rather than representation of the program (e.g. [23, 25] ) or show actions step-by-step [28] . We also use shape drawing as our application domain, but we do not hide the program text. Although not as visual as peer PBD systems, Tinker [26] is notable for supporting recursion by demonstration; indeed, any Lisp expression may be created, albeit via manipulations performed on a symbolic representation not far removed from the underlying Lisp. More recently, PBD techniques have been developed for data visualization [44] , mobile applications for collaboration [12] , web scraping [3, 7] , API discovery [49] , and hand-drawing recognition [13] .
Output-Directed Programming
Several recent systems augment a regular text-based programming experience with abilities to directly manipulate output to enact code changes. The transformations available may be "small" (such as changing constants [9, 24, 29] , strings [46, 39, 24, 29] , or list literals [29] ), but several systems enable "larger" program changes via output manipulation.
Transmorphic [38] re-implements the Morphic UI framework [27] but with stateless views. Transmorphic retains Morphic's ability to manipulate shapes by affecting changes to a view's (text-based) code rather than changing live object state. Adding and removing shapes as well as changing a shape's primitive properties are both supported.
APX [31, 32] , like SKETCH-N-SKETCH, is a two-pane (code box and output canvas) environment for creating shapedrawing programs (APX also supports dynamic visual simulations). On the canvas, manipulating shape attributes changes appropriate numbers in the program; a few larger changes (e.g. grouping and inserting shapes) are also supported. However, most of APX's interactions focus on directly manipulating terms in the code box rather than on the canvas. Prior SKETCH-N-SKETCH Our prior work on SKETCH-N-SKETCH [19] introduced a draw-relate-abstract workflow, including the ability to select sub-values in the output and invoke certain program transformations. Figure 13 indicates which tools also appeared in this prior work. In the present work, besides exposing intermediates for manipulation, offering expression focusing, and adding repetition and generic refactoring tools, we also sought to improve the prior draw-relate-abstract tools.
The prior SKETCH-N-SKETCH [19] relied on syntactic restrictions: shapes followed a strict "left-top-right-bot" bounding box parameterization, special functions were needed to compose shapes, and the program needed to be a series of top-level definitions followed by a list literal "main" expression referring to the top-level definitions. If, through text-editing, the programmer veered outside of this syntactic subset of the language, many output-directed tools became unavailable.
In this work, we relaxed these syntactic restrictions and moved the operation of SKETCH-N-SKETCH's tools closer to ordinary programming concepts. The drawing tools now operate based on types rather than a syntactic bounding box construct.
No longer are special function calls needed to compose shapes: groups are now ordinary lists. Our generic provenance tracing enables the tools to transform shapes not defined at the top level. We also now offer multiple results for transformations.
We additionally improved code generation. Four of the examples in Figure 15 (ii, iii, iv, vii) can also be constructed without text edits in the prior SKETCH-N-SKETCH [19] , albeit with undesirable parameterizations for two of the four (ii, iv). Figure 15 lists the source lines of code (LOC) and math operations (MO) for the programs in both the present and prior versions of SKETCH-N-SKETCH. Reductions in LOC are incidental-our drawing tools now insert single-line function calls instead of wordier multi-line definitions. Reductions in math operations, however, do indicate better code: the prior SKETCH-N-SKETCH sometimes inserted large math expressions too complex for human comprehension. Besides discarding the bounding boxes that required properties such as shape width to be computed (e.g. as right -left), we also more aggressively reuse variables and simplify math in the M AKE EQUAL tool, aided by connecting SKETCH-N-SKETCH to an external solver (REDUCE [18] ).
During our upgrades, some functionality was disabled but would be useful to restore. Most notably, unneeded by our examples, the current SKETCH-N-SKETCH lacks a path tool. Also, tools to re-parameterize shapes en masse could be useful, if, for example, a bounding box parameterization is desired.
CONCLUSION AND FUTURE WORK
We improved expressiveness in SKETCH-N-SKETCH, showing how to construct a variety of non-trivial programs entirely through direct manipulation. Our long-term goal, however, is not to create a practical drawing tool but to use this particular application domain as a laboratory for advancing the expressiveness of output-directed programming for a variety of future programming settings. There are several avenues to explore in this direction.
ODP for Novices
Our work so far has assumed the SKETCH-N-SKETCH user is comfortable working in code to understand program operation. ODP interactions might also help those with little programming experience-such as domain experts or students-to quickly produce rudimentary programs. Design considerations for novices should be investigated.
Widget Visibility
Because program execution may involve a large number of intermediate evaluation steps, even simple programs might clutter the canvas with widgets, making it unusable. Therefore, our current implementation hides most widgets by default and uses heuristics to determine when to show them-generally, upon the mouse hovering over some associated shape. Additionally, widgets from intermediate expressions in standard library code-outside the visible program-are generally not shown. In the future, these visibility choices could be more systematically controlled, e.g., by source code annotations or user interface options.
Customizing Widgets
Mechanisms for customization may help address the open question of how to render graphical representations of program evaluation and of domain objects that are not inherently visual. One approach would be to design an API for "toSvg" functions that specify how to render graphical representations of intermediate data structures. Analogous to "toString" functions that render text, a toSvg API might similarly render composite data structures via recursively calling toSvg for each of the structure's elements.
Synthesizing Program Transformations
Each program transformation offered by SKETCH-N-SKETCH has been hand-coded one-by-one. This effort is timeconsuming, error-prone, and limits the composability of transformations. Program synthesis techniques have been successfully incorporated into refactoring tasks for class-based languages [35] ; perhaps such techniques can be extended to streamline the specification of output-directed transforms that operate simultaneously on both abstract and concrete syntax.
User Interactions for Deciphering Human Intent
There are often multiple valid program changes associated with a specific user action. To resolve ambiguity, our system displays code and output differences and asks the user to choose. Richer interactions are needed to explain the differences (e.g., change impact analysis [16, 11] ) and to better resolve the user's intent (e.g., by asking additional questions [30] ).
In order for the live and immediate experience afforded by output-directed programming to scale into usable systems for different programming tasks and user scenarios, developing and refining such user interaction techniques remain crucial challenges to tackle in future work.
