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1.1 Preberaná problematika a pŕınos práce . . . . . . . . . . . . . . . 7
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Abstrakt:
Ciel’om projektu je vytvorit’ knižnicu pre prostredie Delphi, ktorá umožńı ex-
terné č́ıtanie, nastavovanie hodnôt vlastnost́ı jednotlivých ovládaćıch prvkov a
simuláciu už́ıvatel’ského vstupu v projektoch vytvorených pomocou prostredia
Delphi. Súčast’ou práce je ovládaćı program, ktorý demonštruje funkcionalitu
uvedenej knižnice. Vykonávanie jednotlivých funkcíı knižnice bude možné au-
tomatizovat’ pomocou skriptovacieho jazyka, ktorý je súčast’ou práce a je inter-
pretovaný ovládaćım programom. V tomto jazyku bude možné poṕısat operácie
už́ıvatel’ského vstupu ako kliknutie myšou, vstup z klávesnice a sledovanie či zmenu
stavu ovládaćıch prvkov programu s grafickým už́ıvatel’ským prostred́ım. Vd’aka
tomuto bude možné dávkovo spúšt’at’ takéto programy a následne testovat’ ich
funkčnost’.
Kl’́učové slová: Delphi, automatizácia, dávkové spúšt’anie GUI, automatizované
testovanie
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Abstract:
The aim of this project is to create a library for Delphi IDE, which enables ex-
ternal reading, changing values of component properties and simulation of user
input in Delphi projects. A control software which demonstrates the functionality
of that library is included. Execution of operations supported by the library will
be automatizable with a scripting language, which is also included in the project
and interpreted by the control software. With this scripting language user will be
able to describe user input operations such mouse click, keyboard input, inspect-
ing or setting property values for components in GUI programs. As a result, batch
execution and automated testing of GUI programs will be possible.




1.1 Preberaná problematika a pŕınos práce
Pri práci s poč́ıtačovým softvérom sa často stretávame s pŕıpadmi, ked’ je
potrebné viackrát vykonat’ nejakú operáciu alebo postupnost’ operácíı na rôznych
údajoch. Pŕıkladom môže byt’ úprava fotografíı z dovolenky, organizácia vel’kého
množstva súborov ale i testovanie poč́ıtačových programov.
V pŕıpade tých fotografíı môžeme mat’ napŕıklad k dispoźıcii softvér, ktorý
dokáže po niekol’kých kliknutiach zmenit’ vel’kost’ jednej fotografie podl’a požiada-
viek už́ıvatel’a. Problém môže nastat’, ked’ má už́ıvatel’ tých fotografíı rádovo
desiatky alebo dokonca stovky. Samostatná úprava každej z nich môže zabrat’
v konečnom dôsledku vel’ké množstvo času.
Ďaľśım pŕıkladom môže byt’ problematika testovania softvéru. Počas vývoja
softvéru je dôležité priebežne overovat’ jeho správne fungovanie. Toto sa rob́ı
vačšinou tak, že sa urč́ı postupnost’ operácíı, ktoré tester na danom produkte
vykoná a podl’a výstupov zo softvéru dokáže určit’, či správne funguje. Počas
vývoja sa softvér často meńı, preto je nutné znovu a znovu overovat’ jeho funkčnost’
a tak tester opakovane vykonáva zadané úkony.
Pri podobných problémoch sa naskytuje myšlienka, že spomı́nané úkony by
bolo možné naprogramovat’ a namiesto už́ıvatel’a by ich vykonával poč́ıtač. Hlav-
nou výhodou tohoto riešenia je úspora času už́ıvatel’a alebo testera.
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Ciel’om tejto práce je navrhnút’ a implementovat’ knižnicu pre prostredie Del-
phi, ktorá po začleneńı do projektu umožńı externému programu preč́ıtat’, v akom
stave sú komponenty v okne aplikácie, samotné okno, podl’a potreby tento stav
zmenit’ a tiež automatizáciu už́ıvatel’ského vstupu. Súčast’ou bude skriptovaćı
jazyk, pomocou ktorého bude možné úkony bežne vykonávané už́ıvatel’om napro-
gramovat’ a vykonávat’ ich pomocou externého programu. Tento externý program
komunikuje s programom, ktorý chceme automatizovane ovládat’ a jeho imple-
mentácia je súčast’ou práce. Interface knižnice by mal byt’ jednoducho použitel’ný,
aby bolo možné vytvárat’ rôzne ovládacie programy a použ́ıvat’ rôzne skriptovacie
jazyky na automatizáciu prostredńıctvom nej. Knižnica by mala byt’ jednoducho
rozš́ıritel’ná o podporu rôznych udalost́ı už́ıvatel’ského vstupu.
1.2 Sprievodca po bakalárskej páci
Prvá kapitola
popisuje problematiku, ktorou sa práca zaoberá, jej ciele a možný pŕınos.
Druhá kapitola
sa zaoberá analýzou problému a existujúcich projektov podobného zamerania.
Tretia kapitola
popisuje implementáciu najdôležiteǰśıch čast́ı projektu.
Štvrtá kapitola
je dokumentáciou pre už́ıvatel’a, popisuje použitie knižnice pre Delphi a externého
ovládacieho programu. Popisuje tiež skriptovaćı jazyk, jeho syntax a možnosti.
Piata kapitola
dokumentuje projekt z hl’adiska programátora a poskytuje informácie potrebné
pre záujemcov o rozširovanie projektu.
Šiesta kapitola






Už́ıvatel’ské prostredie alebo tiež GUI programu vytvoreného vo vývojovom
prostred́ı Delphi pozostáva z jedného alebo viacerých okien. Spravidla v každom
okne sa nachádza niekol’ko ovládaćıch prvkov, komponentov, pomocou ktorých
zadávame už́ıvatel’ský vstup, alebo źıskavame výstup z programu. Pŕıkladmi ta-
kýchto ovládaćıch prvkov sú tlač́ıtka, hlavné menu alebo poĺıčka pre zadávanie
textu. Každé okno či ovládaćı prvok má definované vlastnosti, anglicky properties
a udalosti, na ktoré môže reagovat’, anglicky events.
Vlastnosti popisujú stav daného komponentu, jeho polohu, vzhl’ad a tiež údaje,
ktoré v sebe má uložené. Pŕıkladom môžes byt’ vlastnost’ Caption, ktorá definuje
nápis na tlač́ıtku či v záhlav́ı okna. Ďalej to môže byt’ vlastnost’ Text, v ktorej sa
uchováva obsah textového poĺıčka. Každá vlastnost’ je nejakého údajového typu.
Tento typ môže byt’ jednoduchý, ako napŕıklad celé č́ıslo, znak alebo pravdi-
vostná hodnota, no existujú tiež vlastnosti ret’azcového typu, štruktúrovaného,
výčtového, variantného alebo procedurálneho. V porovnańı s vlastnost’ami jedno-
duchého údajového typu, bude potrebný iný pŕıstup k vlastnostiam štruktúrované-
ho typu. Ako pŕıklad poslúži vlastnost’ Font objektu TControl, od ktorého sú
odvodené už́ıvatel’ské ovládacie prvky vrátane okien v prostred́ı Delphi. Pri pohl’a-
de do nástroja Object Inspector je vidiet’, že nemá zmysel zist’ovat’ hodnotu vlast-
nosti Font, ale zauj́ımavé sú až hodnoty zložiek vlastnosti Font. Týmito zložkami
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sú: Charset, Color, Height, Name, Pitch, Size a Style. Nie všetky položky
vlastnosti štruktúrovaného typu majú nutne jednoduchý údajový typ. Dôkazom
toho je napŕıklad vlastnost’ TCustomForm.Menu, ktorá má prvok Images. Preto
pre poskytnutie funkcionality na úrovni nástroja Object Inspector bude nutné
vytvorit’ mechanizmus, ktorý dokáže rekurźıvne prehl’adávat’ vlastnosti ovládaćıch
prvkov.
Ovládacie prvky v prostred́ı Delphi majú spravidla definovanú istú množinu
udalost́ı. Udalost’ou môže byt’ napŕıklad kliknutie myšou, stlačenie tlač́ıtka na klá-
vesnici alebo posúvanie či prekreslenie okna. Pokial’ má program alebo ovládaćı
prvok reagovat’ na nejakú udalost’ vykonańım naprogramovaných operácíı, tak sa
vytvoŕı preň publikovaná metóda a jej adresa sa prirad́ı ako hodnota adekvátnej
udalosti definovanej pre ovládaćı prvok. V pŕıpade, že bude možné za behu menit’
hodnoty pre vlastnosti, bude zrejme možné tiež menit’ adresy priradené udalos-
tiam a tak im prirad’ovat’ publikované metódy pôvodne definované pre iné udalosti
rovnakého typu. Pŕıklad: Pre okno je definovaná publikovaná metóda v pŕıpade
dvojkliku myšou a pre tlač́ıtko v tomto okne je definovaná publikovaná metóda
pre pŕıpad kliknutia myšou. Potom by malo byt’ možné po vhodnej zmene adresy
pre udalost’ OnClick tlač́ıtka ako reakciu zavolat’ publikovanú metódu pôvodne
definovanú pre udalost’ OnDblClick okna.
Počas behu môže program zobrazovat’ modálne dialógové okná s hláseniami
pre už́ıvatel’a a niekol’kými tlač́ıtkami. Pokial’ tieto dialógové okná vytvára pro-
gram za behu po zavolańı procedúry MessageBox objektu Application alebo
funkcie MessageDlg, tieto dialógové okná ani ich tlač́ıtka nebudú dostupné v zoz-
name okien a vládaćıch prvkov źıskanom cez navrhovanú knižnicu. Preto bude
tiež potrebné vytvorit’ mechanizmus, ktorý umožńı poslat’ udalost’ kliknutie myšou
tlač́ıtku modálneho dialógového okna.
Od navrhovanej knižnice pre prostredie Delphi sa bude požadovat’, aby dokáza-
la z aplikácie, do ktorej je zaintegrovaná, źıskat’ zoznam okien a ovládaćıch prvkov
v oknách. Pre každé okno aj ovládaćı prvok bude potrebné źıskat’ zoznam defi-
novaných vlastnost́ı, ich aktuálne hodnoty a údajový typ. Pokial’ to bude možné,
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knižnica by mala dokázat’ rekurźıvne prehl’adávat’ vlastnosti štruktúrovaného úda-
jového typu. Knižnica muśı obsahovat’ mechanizmus umožňujúci nastavovanie
hodnôt vlastnost́ı, zmenu publikovanej metódy volanej pri udalosti a umelé vyvolá-
vanie udalost́ı, ktoré štandardne vyvoláva už́ıvatel’ svoj́ım vstupom.
Knižnica bude vykonávat’ svoju funkciu na základe pokynov z externého pro-
gramu. Na to je potrebné navrhnút’ vhodný mechanizmus pre obojsmernú ko-
munikáciu medzi knižnicou a externým riadiacim programom. Implementovaný
komunikačný kanál muśı byt’ schopný prenášat’ pŕıkazy pre knižnicu z riadiaceho
programu a tiež z knižnice odosielat’ údaje o oknách, ovládaćıch prvkoch, ich
vlastnostiach a pre ne definovaných udalostiach do riadiaceho programu. Riadiaci
program by mal poskytovat’ prostredie podobné nástroju Object Inspector v Del-
phi.
Súčast’ou riadiaceho programu bude interpreter skriptovacieho jazyka a okrem
grafickej verzie tohoto programu bude k dispoźıcii aj verzia pre pŕıkazový riadok
schopná spúšt’at’ skripty. V grafickej verzii ovládacieho programu bude zabudovaný
jednoduchý editor pre skripty s možnost’ou skript spustit’, pozastavit’ alebo úplne
zastavit’. Už́ıvatel’bude počas behu skriptu dostávat’ výpisy o priebehu a úspešnosti
vykonávaných operácíı.
Skriptovaćı jazyk bude obsahovat’ mechanizmy na preč́ıtanie a nastavenie hod-
noty vlastnosti nejakého okna alebo ovládacieho prvku. Bude umožňovat’ prácu
s premennými, do ktorých si už́ıvatel’ bude môct’ tieto hodnoty ukladat’, vy-
hodnocovanie aritmetických a logických výrazov, podmienku if a cyklus while.
V neposlednom rade muśı podporovat’ pŕıkazy, ktoré vyvolajú v ovládanom pro-
grame požadované udalosti. Pri nasadeńı v oblasti testovania softvéru je užitočné
mat’ možnost’ vytvorit’ si screenshot okna, preto bude implementovaný aj pŕıkaz
pre túto operáciu. Ďalej bude jazyk obsahovat’ pŕıkaz Sleep pre pozastavenie a
pŕıkaz Exit pre zastavenie vykonávania skriptu.
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2.2 Projekty podobného zamerania
Na internete je možné nájst’ viacero projektov, ktoré dokážu za behu programu
č́ıtat’ a menit’ hodnoty vlastnost́ı okien a ovládaćıch prvkov. Spravidla sú imple-
mentované ako baĺıčky komponentov pre prostredie Delphi, ktoré sa integrujú
do programov vytvorených pomocou tohoto prostredia.
Zauj́ımavý je napŕıklad Greatis Object Inspector [8], ktorý je implementovaný
ako súbor komponentov pre prostredie Delphi. Komponent TComponentInspector
dokáže za behu programu vykonávat’ prakticky tie isté funkcie ako nástroj Ob-
ject Inspector v prostred́ı Delphi počas návrhu programu. Obsahuje tiež edi-
tory pre často použ́ıvané vlastnosti štruktúrovaných typov a špeciálne obdoby
nástroja Object Inspector pre prácu s databázovými komponentmi, objektom
TApplication, systémovými vlastnost’ami a konfiguračnými ini súbormi. Neu-





3.1 Źıskanie zoznamu okien a ovládaćıch prvkov
Prvým problémom, ktorý bolo potrebné pri vývoji knižnice vyriešit’, bol spôsob,
ako z bežiaceho programu źıskat’ zoznam jeho okien a ovládaćıch prvkov uložených
v jeho oknách.
Po vyhl’adávańı v dokumentácii Windows SDK pre Delphi [2], stránkach
Microsoft Developer Network [3] a stránke Torry’s Delphi Pages [8] sa ako jedna
z možnost́ı ukázali funkcie Windows API EnumWindows a EnumChildWindows.
Pri tomto riešeńı by nebolo potrebné integrovat’ do programu žiadnu knižnicu, ale
stačilo by externému ovládaciemu programu zadat’ názov aplikácie, podl’a neho
pomocou funkcie Windows API FindWindow alebo FindWindowEx źıskat’ handle
aplikácie a tento údaj odovzdat’ funkciám EnumWindows a EnumChildWindows.
Problémom tohoto riešenia je, že by nám nevrátilo úplne všetky ovládacie prvky
v oknách, ale len tie, ktoré sú v Delphi potomkami triedy TWinControl. Z toho
dôvodu by sme napŕıklad neźıskali komponenty ako TLabel alebo TTimer. Navyše
tu neexistuje žiadny mechanizmus, ktorý by umožňoval pre źıskané okná a ovláda-
cie prvky źıskat’ zoznam ich vlastnost́ı.
Po podrobneǰsom štúdiu dokumentácie Delphi Help [1] sa naskytol elegant-
neǰśı spôsob riešenia uvedeného problému. V Delphi každá aplikácia s grafickým
už́ıvatel’ským prostred́ım obsahuje inštanciu triedy TApplication. Táto trieda
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má okrem iných aj vlastnosti ComponentCount a Components. Prvá z nich vy-
jadruje počet okien v aplikácii a druhá je pole tých okien. Okná, s ktorými môže
už́ıvatel’ priamo pracovat’ sú v poli Application.Components na indexoch 1 až
ComponentCount - 1. Prvky tohoto pol’a sú typu TComponent a majú tiež vlast-
nosti ComponentCount a Components. V tomto pŕıpade vlastnost’ ComponentCount
vyjadruje počet ovládaćıch prvkov v okne a druhá je pol’om týchto ovládaćıch
prvkov. Ovládacie prvky sú v poli Application.Components[i].Components
na indexoch 0 až ComponentCount - 1.
Pre každé okno je možné źıskat’ zoznam publikovaných metód. To sú procedúry,
ktoré v Delphi definujeme počas návrhu ako reakcie na udalosti, napŕıklad kliknu-
tie na tlač́ıtko. Tento zoznam je možné preč́ıtat’ z tabul’ky virtuálnych metód
definovanej pre triedu každého okna. Jej umiestnenie je na adrese, ktorú źıskame
pripoč́ıtańım konštanty vmtMethodTable k adrese, na ktorej sa nachádza trieda
okna. Konštanta vmtMethodTable je definovaná v knižnici System. V tejto tabul’ke
sa nachádzajú záznamy v tvare (d́lžka záznamu, adresa metódy, názov metódy).
3.2 Práca s vlastnost’ami ovládaćıch prvkov
3.2.1 Źıskavanie zoznamu vlastnost́ı
Pri riešeńı tohoto problému bol vel’mi užitočný článok Briana Longa,
Run-Time Type Information In Delphi - Can It Do Anything For You? [7]. Podl’a
tohoto článku, Delphi počas prekladu generuje skupinu údajových štruktúr zvanú
RTTI - Run-Time Type Information. Informácie o údajových typoch v programe
sú bežne dostupné len počas návrhu. Účelom týchto údajových štruktúr je spŕıstup-
nenie istých informácíı o údajových typoch i počas behu programu. Mechanizmus
pre prácu s RTTI poskytuje knižnica TypInfo bežne dodávaná s prostred́ım Del-
phi, ale ako sa aj v uvedenom článku ṕı̌se, je slabo zdokumentovaná.
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Zoznam vlastnost́ı okna alebo ovládacieho prvku je možné źıskat’ pomocou
funkcie GetPropList z knižnice TypInfo. Deklarácia tejto funkcie vyzerá v knižnici
TypInfo nasledovne:
function GetPropList(TypeInfo: PTypeInfo; TypeKinds: TTypeKinds;
PropList: PPropList): Integer;
Prvým parametrom je ukazovatel’ na tabul’ku RTTI definovanú pre daný typ.
Tento ukazovatel’ je možné źıskat’ pomocou funkcie TypeInfo, pričom
ako parameter jej zadáme prvok pol’a Application.Components alebo
Application.Components[i].Components. Druhou možnost’ou pre źıskanie to-
hoto ukazovatel’a je vlastnost’ ClassInfo, ktorú majú prvky uvedených poĺı, preto-
že sú potomkami triedy TObject.
V druhom parametri definujeme, že vlastnosti akého typu nám má funkcia
vrátit’. Parameter je výčtového typu TTypeKinds, kde podl’a [7], pŕıpustné hod-
noty sú:
• tkUnknown: placeholder, nepouž́ıva sa
• tkInteger: pre ordinálne typy a typy podinterval
• tkChar: typy Char and AnsiChar
• tkEnumeration: všetky výčtové typy vrátane Boolean, ByteBool, WordBool,
LongBool a Bool
• tkFloat: typy s plávajúcou desatinnou čiarkou okrem Real
• tkString: staršie ret’azcové typy ako String[12] a ShortString
• tkSet: typ množina
• tkClass: triedy
• tkMethod: metódy objektu
• tkWChar: typ WideChar
15
• tkLString: dlhé ret’azce pozostávajúce z prvkov typu AnsiChar
• tkLWString: ret’azcový typ pridaný pri pŕıpravách podpory pre Unicode
• tkWString: náhrada za LWString počnúc od Delphi 3
• tkVariant: typ Variant
• tkArray: typy pole
• tkRecord: záznamové typy
• tkInterface: typy interface
• tkInt64: 64-bitové celé č́ısla
• tkDynArray: dynamické polia
• tkAny: všetky typy
Tret́ı parameter je ukazovatel’ na zoznam vlastnost́ı, źıskaný pomocou funkcie
GetPropList. Zoznam vlastnost́ı je štruktúra typu TPropInfo definovaná podl’a
[7] nasledovne:


















Pomocou položky Kind vieme zistit’, akého typu spomedzi hore uvedených je
daná vlastnost’ a podl’a toho preč́ıtat’ alebo nastavit’ jej hodnotu. Návratová hod-
nota funkcie GetPropList je počet vlastnost́ı, ktoré funkcia našla.
3.2.2 Č́ıtanie hodnôt vlastnost́ı
Č́ıtanie hodnoty vlastnosti je možné pomocou funkcie GetPropValue deklarova-
nej v knižnici TypInfo nasledovne:
function GetPropValue(Instance: TObject; const PropName: string;
PreferStrings: Boolean = True): Variant;
Prvým parametrom je prvok pol’a Application.Components alebo
Application.Components[i].Components.
Druhým parametrom je názov vlastnosti, ktorá je uložená v prvku Name zázna-
mu typu TPropInfo.
Tret́ı parameter je možné pri volańı vynechat’ a v tomto projekte ho ani
nevyuž́ıvam.
Funkcia vracia pri úspechu hodnotu zadanej vlastnosti, ktorú je možné pomo-
cou funkcie VarToStr z knižnice Variants skonvertovat’ na typ String.
Pokial’ je nejaká vlastnost’ štruktúrovaného typu ako napŕıklad tkClass, je
možné na ňu zavolat’ funkciu GetPropList a tak źıskat’ zoznam položiek v štruktú-
re. Pretože nie každá štruktúrovaná vlastnost’ muśı mat’ typ, ktorý je odvodený
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z typu TObject, nie je v tomto pŕıpade možné použit’ pri volańı GetPropList
vlastnost’ ClassInfo alebo funkciu TypeInfo. Preto v tomto pŕıpade použ́ıvam
funkciu GetTypeData z knižnice TypInfo, ktorej zadám ako parameter ukazova-
tel’ PropType zo štruktúry PropInfo. Funkcia vráti ukazovatel’ na štruktúru typu
TTypeData, ktorej položka ClassType má už vlastnost’ ClassInfo.
TTypeData je variantný záznam s rôznymi položkami, ktoré sa využ́ıvajú v zá-
vislosti od hodnoty TTypeInfo.Kind. Podl’a [7] nasledovne vyzerá nasledovne:
TTypeData = packed record
case TTypeKind of
tkUnknown, tkLString, tkWString, tkVariant: ();








3.2.3 Nastavovanie hodnôt vlastnost́ı
Knižnica TypInfo obsahuje rôzne procedúry pre rôzne druhy údajových typov













Parametre sú pre každú procedúru rovnaké. Ako prvý zadáme prvok z pol’a
Application.Components alebo Application.Components[i].Components.
Druhým parametrom je názov vlastnosti a tret́ım hodnota, ktorú jej chceme na-
stavit’.
3.3 Komunikácia medzi knižnicou a ovládaćım
programom
Pre komunikáciu medzi implementovanou knižnicou AutoLib a externým ovlá-
daćım programom projekt využ́ıva správy systému Windows a pomenovanú rúru,
anglicky named pipe.
Pred začat́ım práce muśı ovládaćı program zistit’, či v systéme bežia programy
s integrovanou knižnicou AutoLib. To dosiahne tak, že pomocou funkcie Windows
API PostMessage s prvým parametrom nastaveným na hodnotu HWND BROADCAST
rozošle všetkým oknám na pracovnej ploche správu MSG AUTOLIB QUERY. Túto
správu má v sebe zadefinovanú knižnica AutoLib aj ovládaćı program. Pokial’
aplikácia so zaintegrovanou knižnicou AutoLib dostane túto správu, zavolá ob-
sluhu tejto správy definovanú v AutoLib. Na túto správu knižnica odpovedá
správou MSG AUTOLIB INFO definovanou v knižnici AutoLib aj ovládacom pro-
grame. Knižnica AutoLib obsahuje procedúru AppMessageHandler, ktorá sa pri
inicializácii knižnice nastav́ı ako implicitná obsluha pre udalost’, ked’ aplikácia
dostane správu. Pokial’ procedúra zist́ı, že aplikácia dostala jednu zo správ defino-
vaných v knižnici AutoLib, zavolá pŕıslušnú obsluhu. V opačnom pŕıpade zavolá
pôvodnú obsluhu správ definovanú v aplikácii, ktorej adresu si knižnica pri ini-
cializácii odpamätá.
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Pretože súčast’ou projektu je aj program pre spúšt’anie skriptov z pŕıkazového
riadku, knižnica muśı byt’ schopná komunikovat’ pomocou správ aj s ovládaćım
programom bez grafického prostredia a tiež muśı vediet’, či mu správu
MSG AUTOLIB QUERY poslal program s grafickým prostred́ım, alebo program pre
pŕıkazový riadok. Programu pre pŕıkazový riadok, ktorý neobsahuje okná ani
inštanciu objektu TApplication totiž nie je možné poslat’ správu pomocou funkcíı
SendMessage alebo PostMessage.
V pŕıpade, že ovládaćı program má grafické prostredie, prvým parametrom
tejto správy je handle hlavného okna ovládacieho programu. Potom knižnica
odosiela správu MSG AUTOLIB INFO pomocou funkcie PostMessage hlavnému oknu
ovládacieho programu.
Ak je ovládaćı program určený pre spúšt’anie z pŕıkazového riadku, prvý pa-
rameter správy MSG AUTOLIB QUERY je nula a druhý obsahuje ID hlavného
vlákna ovládacieho programu. Potom knižnica AutoLib odosiela správu
MSG AUTOLIB INFO pomocou funkcie Windows API PostThreadMessage hlavnému
vláknu ovládacieho programu. Textový ovládaćı program po odoslańı správy
MSG AUTOLIB QUERY opakovane volá funkciu Windows API PeekMessage až kým
prij́ıma správy MSG AUTOLIB INFO od bežiacich aplikácíı s integrovanou AutoLib.
Prvým parametrom správy MSG AUTOLIB INFO je handle aplikácie s integrova-
nou knižnicou AutoLib a druhý parameter je handle hlavného okna tejto aplikácie.
Po zvoleńı programu, ktorý chceme riadit’ z ovládacieho programu, handle ap-
likácie ovládaćı program použ́ıva na posielanie d’aľśıch riadiacich správ. Knižnica si
odpamätá podl’a typu ovládacieho programu obsah prvého alebo druhého parame-
tra správy MSG AUTOLIB QUERY pre d’aľsiu komunikáciu a tiež si pamätá, či sa
jedná o handle okna alebo id vlákna.
Prenos údajov o oknách, ovládaćıch prvkoch, vlastnostiach a prenos riadiacich
pŕıkazov pre knižnicu prebieha cez obojsmernú pomenovanú rúru. Ovládaćı pro-
gram ako pipe server po spusteńı vytvoŕı pomenovanú rúru \\.\pipe\AutoPipe
pomocou funkcie Windows API CreateNamedPipe. Názov pre rúru je uložený ako
konštanta v knižnici AutoLib aj ovládacom programe. Ďaľsia komunikácia medzi
ovládaćım programom a knižnicou AutoLib prebieha tak, že ovládaćı program
cez rúru odošle požiadavku s potrebnými údajmi, knižnica AutoLib si ich preč́ıta,
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vykoná požadované operácie a cez rúru odošle ovládaciemu programu informácie
o výsledku operácie plus údaje, ak ovládaćı program o nejaké požiadal. Komu-
nikáciu cez rúru iniciuje vždy ovládaćı program. Ak však chce cez rúru odoslat’
knižnici AutoLib nejaké udaje, muśı jej dat’ vediet’ o svojom zámere, aby knižnica
vedela, kedy sa má k rúre pripojit’ a prebrat’ údaje. To sa rieši pomocou správy
MSG AUTOLIB COMMAND, ktorú vždy pred zápisom do rúry odošle ovládaćı program
aplikácii s integrovanou knižnicou AutoLib. Správa nepouž́ıva žiadne parame-
tre, slúži len na upozornenie knižnice AutoLib, že ovládaćı program jej posiela
požiadavku. V pŕıpade, že by sme nepouž́ıvali ovládaćı program pre pŕıkazový ri-
adok, bolo by možné správu MSG AUTOLIB COMMAND nahradit’ udalost’ami pomocou
















 : Knižnica AutoLib
CloseHandle
: Odoslanie výsledkov príkazu a návratovej hodnoty
FlushFileBuffers
DisconnectNamedPipe
: Odoslanie parametrov príkazu
Obrázok 1: Schéma komunikácie ovládacieho programu a knižnice AutoLib
cez rúru
Pri odosielańı správy MSG AUTOLIB COMMAND je dôležité použit’ funkciu
PostMessage a nie SendMessage. Pri SendMessage môžu nastat’ problémy so syn-
chronizáciou. Ovládaćı program môže zavolat’ funkciu ConnectNamedPipe ešte
pred tým, ako knižnica zavolá funkciu CreateFile.
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3.4 Skriptovaćı jazyk
Skriptovaćı jazyk bol vytvorený pomocou baĺıčku nástrojov Delphi Yacc & Lex
[6]. Zdrojové kódy jazyka pozostávajú zo zdrojového súboru lexer.l
pre nástroj Lex a zdrojového súboru parser.y pre nástroj Yacc. Pomocou pro-
gramov dlex.exe a dyacc.exe dodávaných s baĺıčkom Delphi Yacc & Lex, sa
vytvoria pre Delphi knižnice lexer.pas a parser.pas. Do časti uses v ovládacom
programe je potrebné zadat’ knižnice parser, lexlib, yacclib a dlib. Potom je
potrebné v ovládacom programe vyvorit’ inštancie tried TLexer a TParser, za-





4.1 Integrácia knižnice AutoLib do projektu
v Delphi
Súbor autolib.pas skoṕırujeme do adresára, v ktorom sa nachádza projekt.
V prostred́ı Delphi si v hlavnom menu zvoĺıme Project/View source. Zobraźı sa
nám zdrojový kód hlavného súboru v projekte. Do časti uses v tomto súbore
pridáme autolib, potom projekt prelož́ıme a spust́ıme. Po tomto úkone je možné
vykonávat’ na projekte všetky úkony podporované knižnicou AutoLib.
4.2 Sprievodca grafickým prostred́ım programu
Control center
Program Control center sa dodáva vo forme jedného súboru s názvom
controller.exe. Po spusteńı tohoto programu sa objav́ı hlavné okno tak, ako to
vidiet’ na obrázku 1:
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Obrázok 1: Hlavné okno programu Control center
Hlavné okno programu pozostáva z tlač́ıtok pre prácu s hlavnými funkci-
ami programu a ovládaćıch prvkov, ktoré zobrazujú informácie o aplikácii, ktorú
chceme riadit’. Práca s programom spravidla zač́ına kliknut́ım na tlač́ıtko Search.
Po ňom sa zobraźı okno, ktorého screenshot vidiet’ na obrázku 2:
Obrázok 2: Okno pre výber aplikácie, ktorú chceme ovládat’
Pokial’ v danej chv́ıli bežia nejaké programy, ktoré majú zaintegrovanú knižnicu
AutoLib, ich zoznam sa zobraźı v tomto okne. Pre každý program sa vyṕı̌se nápis
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v záhlav́ı hlavného okna a tiež hodnota handle hlavného okna programu. Zobra-
zovanie handle môže byt’ užitočné v pŕıpade, že je spustených viacero inštancíı
toho istého programu so zaintegrovanou knižnicou AutoLib. Po zvoleńı programu
zo zoznamu, kliknit́ı na tlač́ıtko OK program Control center nadviaže spojenie
so zvolenou aplikáciou a nechá si cez knižnicu AutoLib odoslat’ zoznam okien,
ovládaćıch prvkov, ich vlastnost́ı a aktuálnych hodnôt týchto vlastnost́ı. Źıskané
údaje sa zobrazia v hlavnom okne programu Control center podobne, ako to vi-
diet’ na obrázku 3:
Obrázok 3: Hlavné okno programu Control center po nač́ıtańı údajov o oknách,
komponentoch a vlastnostiach
V porad́ı sprava, prvým z hlavných ovládaćıch prvkov je TreeView, ktorý zo-
brazuje zoznam okien v aplikácii. Každú položku reprezentujúcu okno je možné
rozbalit’ a zobraźı sa zoznam ovládaćıch prvkov v danom okne. Nad TreeView je
umiestnený ComboBox, ktorý umožňuje zvolit’ konkrétne okno a v TreeView sa
potom budú zobrazovat’ len ovládacie prvky rozmietnenené v zvolenom okne.
Vpravo od TreeView sú dve záložky, pričom v prvej je možné nastavovat’
hodnoty pre vlastnosti ovládaćıch prvkov a v druhej prirad’ovat’ udalostiam ob-
25
služné publikované metódy. Po kliknut́ı na nejaké okno alebo ovládaćı prvok
v TreeView sa tomto editore zobraźı zoznam vlastnost́ı definovaných pre tento
objekt, ich typy a hodnoty. Priamo v tomto editore je možné nastavovat’ hod-
noty vlastnost́ı podobne, ako počas návrhu programu pomocou nástroja Object
inspector v Delphi. Stač́ı v pravej časti editora vyplnit’ novú hodnotu a stlačit’
na klávesnici Enter alebo kliknút’ myšou mimo editovaného poĺıčka. Nad edi-
torom sa nachádza ComboBox, pomocou ktorého je možné zvolit’ ovládaćı prvok,
ktorého vlastnosti budú zobrazené v editore. Editor nepodporuje prácu s vlast-
nost’ami štruktúrovaného typu, ktoré sa delia na viacero položiek.
Vpravo od editora vlastnost́ı a udalost́ı sa nachádza ovládaćı prvok ListBox,
v ktorom sa zobrazuje zoznam publikovaných metód rozdelený podl’a okien,
pre ktoré sú tieto metódy definované. Podl’a tohoto zoznamu, vieme zistit’, pre aké
udalosti a ktoré ovládacie prvky je definovaná v programe nejaká reakcia.
Pod editorom a zoznamom publikovaných metód sú dve textové poĺıčka, pomo-
cou ktorých je možné nastavovat’ hodnoty pre vlastnosti. V prvom z nich sa defin-
uje vlastnost’ a to vo formáte Okno.Vlastnost’ alebo Okno.Komponent.Vlastnost’.
V druhom sa definuje pre túto vlastnost’ nová hodnota. Po jej vyplneńı a kliknut́ı
na tlač́ıtko Apply sa pre definovanú vlastnost’ nastav́ı zadaná hodnota.
Okrem spomı́naných ovládaćıch prvkov sa v pravej časti hlavného okna nachá-
dzajú tlač́ıtka Get data, Show component names a Script. Pomocou tlač́ıtka Get
data je možné znovu nač́ıtat’ cez knižnicu AutoLib z programu zoznam okien,
ovládaćıch prvkov a ich vlastnost́ı. Tlač́ıtko Show component names môže byt’
užitočné, ked’ už́ıvatel’ potrebuje poznat’ identifikátor, alebo inak povedané meno
nejakého okna či komponentu. Po spusteńı programu Control center a nač́ıtańı
údajov cez knižnicu AutoLib je toto tlač́ıtko v stave OFF. Po kliknut́ı naň sa
zmeńı stav na ON a v tej chv́ıli sa pre okná a komponenty ovládanej aplikácie
začnú zobrazovat’ ich názvy pomocou vlastnosti Hint. Stač́ı umiestnit’ kurzor myši
na okno, tlač́ıtko, či iný ovládaćı prvok a zobraźı sa jeho názov, ktorý zodpovedá
hodnote vlastnosti Name pre daný komponent. Opakovaným kliknut́ım na tlač́ıtko
Show component names sa toto zobrazovanie názvov zruš́ı. Po kliknut́ı na tlač́ıtko
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Script sa zobraźı okno, ktoré slúži na ṕısanie a spúšt’anie skriptov. Screenshot
tohoto okna vidiet’ na obrázku 4:
Obrázok 4: Skriptovacie okno programu Control center s otvoreným skriptom
Skriptovacie okno obsahuje hlavné menu v ktorom ponuka File slúži na prácu
so súbormi skriptov, ponuka Edit na prácu s textom a ponuka Search na vyhl’adá-
vanie a nahradzovanie podret’azcov v skriptoch.
Ďalej sú tu tlač́ıtka na prácu so súbormi a spúšt’anie skriptov. Prvé tlač́ıtko slúži
na vytvorenie nového prázdneho súboru pre skript, druhé na otvorenie súboru
so skriptom a tretie na uloženie súboru so skriptom.
Štvrté tlač́ıtko slúži na spustenie aktuálne zobrazeného skriptu. Piate tlač́ıtko
slúži na pozastavenie vykonávania skriptu. Po opätovnom kliknut́ı na toto tlač́ıtko,
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alebo kliknut́ı na štvrté tlač́ıtko vykonávanie skriptu pokračuje d’alej. Šieste tla-
č́ıtko slúži na úplné zastavenie vykonávania skriptu.
Posledné siedme tlač́ıtko otvára okno s jednoduchým nastrojom, ktorý zo-
brazuje polohu myši. Pri simulácii vstupu z myši je niekedy vhodné zadat’ aj
súradnice, na ktoré sa má kurzor myši premiestnit’ alebo kam chce už́ıvatel’ kliknút’.
Tento nástroj zobrazuje okrem absolútnej polohy kurzora myši na pracovnej ploche
aj polohu kurzora vzhl’adom na ovládaćı prvok, nad ktorým sa práve nachádza.
Screenshot tohoto nástroja je vidiet’ na obrázku 5:
Obrázok 5: Nástroj pre zobrazovanie súradńıc, na ktorých je kurzor myši
Pod tlač́ıtkami sa v skriptovacom okne nachádzajú záložky s textovými pol’ami
pre zobrazovanie a úpravu skriptov. Je možné mat’ naraz otvorených viacero skrip-
tov, pričom každý sa zobraźı v samostatnej záložke. Popis skriptovacieho jazyka je
v kapitole 4.4. Pod týmto textovým pol’om je d’aľsie textové pole, ktoré vypisuje
počas behu skriptu informácie o pŕıkazoch, ktoré už prebehli. Zobrazujú sa tu tiež
chybové hlásenia.
4.3 Spúšt’anie skriptov z pŕıkazového riadku
Program pre spúšt’anie skriptov z pŕıkazového riadku sa dodáva vo forme
jedného súboru s názvom controller cli.exe. Po spusteńı tohoto programu
bez parametrov alebo s parametrom -h sa vyṕı̌se stručný návod na použitie pro-
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gramu a pod ńım zoznam bežiacich aplikácíı, ktoré majú v sebe zaintegrovanú
knižnicu AutoLib. Screenshot z tohoto programu vidiet’ na obrázku 6:
Obrázok 6: Program pre spúšt’anie skriptov z pŕıkazového riadku po spusteńı
bez parametrov
Pri spúšt’ańı skriptu týmto programom je potrebné špecifikovat’ skript a ap-
likáciu, na ktorej chceme operácie poṕısané skriptom vykonat’. Skript sa špecifikuje
pomocou parametra -s, za ktorým nasleduje cesta k súboru so skriptom. Aplikáciu
na ktorej chceme operácie v skripte vykonat’, je možné definovat’ dvomi spôsobmi:
Prvý spôsob je pomocou parametra -th a handle aplikácie, ktorého hodnotu
zist́ıme z výpisu po spusteńı programu bez parametrov.
Pŕıklad: controller cli.exe -s scriptsProject1Skript.txt -th 123456
Druhý spôsob je pomocou parametra -tt a názvu aplikácie. Názov aplikácie
nie je nutne zhodný s nápisom v záhlav́ı hlavného okna, ale je to text, ktorý sa
zobrazuje v paneli úloh, ked’ je applikácia spustená.
Pŕıklad: controller cli.exe -s scriptsProject1Skript.txt -tt Testing
Výstupom z programu je záznam o priebehu vykonávania jednotlivých pŕıkazov
v skripte a pŕıpadné chybové hlásenia.
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4.4 Popis skriptovacieho jazyka
4.4.1 Syntax
Skriptovaćı jazyk obsahuje premenné, pŕıkazy, podmienku if, cyklus while,
operátor priradenia, aritmetické operátory, logické operátory a identifikátory
pre okná, ovládacie prvky, za ktorými ešte môže nasledovat’ identifikátor udalosti.
Každý pŕıkaz alebo výraz okrem konštrukcíı if a while sa nachádza v samostat-
nom riadku a je zakončený znakom ; Pri zadávańı pŕıkazov, defińıcii okien, kompo-
nentov alebo vlastnost́ı je potrebné dodržiavat’ ṕısanie vel’kých a malých ṕısmen
podl’a popisu pŕıkazov a údajov zobrazovaných v programe Control center. Je
možné pridávat’ aj komentáre a to tak, že pred komentár už́ıvatel’ zaṕı̌se // a
potom text až po koniec riadku je považovaný za komentár.









Okrúhle zátvorky je nutné zaṕısat’ i vtedy, ked’ pre udalost’ nešpecifikujeme
žiadne parametre.
Premenné
Identifikátor premennej, je textový ret’azec zač́ınajúci vel’kým alebo malým ṕısme-
nom anglickej abecedy a obsahuje ṕısmená anglickej abecedy alebo č́ıslice. Pre-
menné nie je potrebné deklarovat’ ani im zadávat’ dátový typ. Vytvárajú sa pri pr-
vom priradeńı hodnoty do nich.
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Výrazy
Výrazy sa v skriptovacom jazyku delia na tri typy: č́ıselné, ret’azcové a pravdi-
vostné.
Č́ıselný výraz môže obsahovat’ celoč́ıselné konštanty, premenné, defińıcie vlast-
nost́ı, binárne operátory +, -, *, / a okrúhle zátvorky.
Pŕıklad: a * (b + 5)
Ret’azcový výraz môže obsahovat’ ret’azcové konštanty, premenné, defińıcie vlast-
nost́ı alebo operátor zret’azenia +.
Pŕıklad: a + ’Ahoj’
Pravdivostný výraz môže obsahovat’ konštanty True a False, premenné, defińıcie
vlastnost́ı, operátory and, or a not, porovnávanie dvoch č́ıselných výrazov pomo-
cou >, <, >=, <=, =, <>, porovnávanie dvoch textových ret’azcov pomocou =, <>,
porovnávanie dvoch pravdivostných výrazov pomocou =, <> a okrúhle zátvorky.
Pŕıklad: (a > b) and Form1.AlphaBlend
Pŕıkaz Sleep
Slúži na pozastavenie vykonávania skriptu na počet sekúnd daný parametrom
čas. Parameter čas je celé č́ıslo.
Pŕıklad volania: Sleep(5);
Pŕıkaz ClickMessageDlg
Slúži na simuláciu kliknutia myšou na tlač́ıtko modálneho dialógového okna.
Dialógové okná, ktoré program v Delphi zobrazuje po zavolańı procedúr
ShowMessage, MessageBox alebo MessageDlg, ani ich tlač́ıtka nie sú zaradené
medzi komponenty aplikácie podobne ako hlavné okno a ostatné okná v aplikácii.
Parameter tlač́ıtko môže byt’ textový ret’azec uzavretý v apostrofoch alebo pre-
menná obsahujúca textový ret’azec. Tento textový ret’azec obsahuje nápis na tlač́ıt-




Slúži na okamžité zastavenie vykonávania skriptu.
Volanie: Exit();
Operátor priradenia
Slúži na ukladanie hodnôt do premenných a tiež nastavovanie hodnôt vlastnost́ı
okien alebo komponentov. Na pravej strane môže byt’ premenná alebo defińıcia
vlastnosti, na l’avej strane môže byt’ výraz č́ıselného, ret’azcového alebo pravdi-
vostného typu.
Syntax: premenná/vlastnost’ := výraz;
Podmienka if, else
Pokial’ sa pravdivostný výraz za if vyhodnot́ı ako pravdivý, vykonajú sa pŕıkazy
v bloku medzi begin a end pod výrazom if podmienka then. V opačnom pŕıpade
pokial’ je definovaná aj čast’ else, vykonajú sa pŕıkazy v bloku medzi begin a end
pod kl’́učovým slovom else. Výraz if podmienka then muśı byt’ v jednom riadku.
V nasledujúcom riadku muśı byt’ kl’́učové slovo begin, v d’aľśıch riadkoch pŕıkazy
a za nimi v novom riadku kl’́učové slovo end. Zodpovedajúce si begin a end musia
byt’ rovnako vzdialené od počiatku riadku. Za else nasleduje tiež begin a end.
Za posledným end nasleduje znak ;
if x > 5 then
begin
Form1.Caption := ’Hello world!’;
end;
if x > 5 then
begin








Kým sa pravdivostný výraz za while vyhodnocuje ako pravdivý, vykonávajú sa
pŕıkazy v bloku medzi begin a end pod výrazom while podmienka do. Výraz
while podmienka do muśı byt’ v jednom riadku. V nasledujúcom riadku muśı byt’
kl’́učové slovo begin, v d’aľśıch riadkoch pŕıkazy a za nimi v novom riadku kl’́učové
slovo end. Zodpovedajúce si begin a end musia byt’ rovnako vzdialené od počiatku
riadku. Za end nasleduje znak ;
Pŕıklad:
while x > 5 do
begin
Form1.Memo1.TypeText(’Hello world!’);
x := x - 1;
end;
4.4.2 Podporované udalosti a ich volanie
Udalosti podporované knižnicou AutoLib a skriptovaćım jazykom môžeme rozdelit’
do troch hlavných skuṕın:
• udalosti pre simuláciu vstupu z myši
• udalosti pre simuláciu vstupu z klávesnice
• udalosti pre simuláciu práce s oknom
V prvej skupine majú všetky udalosti okrem dvoch udalost́ı pre simuláciu
kolieska myši rovnaké parametre, pričom každý parameter je celoč́ıselný. Preto
ich poṕı̌seme hned’ na začiatku. Udalosti okrem spomı́naných dvoch môžeme
zavolat’ bez parametrov, s dvomi alebo štyrmi parametrami. V pŕıpade volania
s dvomi parametrami prvý vyjadruje x-ovú a druhý y-ovú súradnicu polohy kur-
zora myši vzhl’adom k oknu, alebo ovládaciemu prvku, na ktorom udalost’ simulu-
jeme. V pŕıpade volania so štyrmi parametrami, prvé dva parametre sú súradnice.
Tret́ı parameter pokial’ má hodnotu 1, znamená to, že pri udalosti je stlačené
na klávesnici tlač́ıtko Ctrl. Pokial’ má štvrtý parameter hodnotu 1, znamená to,
že pri udalosti je stlačené na klávesnici tlač́ıtko Shift. Pokial’ vyvolávame uvedené
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udalosti bez tretieho a štvrtého, pripadne bez všetkých parametrov, udalost’ sa
zavolá akoby mali všetky parametre hodnotu 0. Týmito udalost’ami sú:
• MouseMove: posunutie kurzora myši
• LBtnDown: zatlačenie l’avého tlač́ıtka myši
• LBtnUp: pustenie l’avého tlač́ıtka myši
• MBtnDown: zatlačenie stredného tlač́ıtka myši
• MBtnUp: pustenie stredného tlač́ıtka myši
• RBtnDown: zatlačenie pravého tlač́ıtka myši
• RBtnUp: pustenie pravého tlač́ıtka myši
• LBtnClick: kliknutie l’avým tlač́ıtkom myši
• Click: synonymum pre udalost’ LBtnClick
• MBtnClick: kliknutie stredným tlač́ıtkom myši
• RBtnClick: kliknutie pravým tlač́ıtkom myši
• DblClick: dvojklik l’avým tlač́ıtkom myši
Volanie nasledujúcich dvoch udalost́ı sa od predchádzajúcich ĺı̌si tým, že vyža-
dujú aspoň jeden parameter a to je vzdialenost’ o ktorú sa posunulo koliesko
myši. Pokial’ sa volajú s tromi parametrami, tret́ı a štvrtý parameter zodpovedajú
súradniciam polohy kurzora myši. Pokial’ sa volajú s piatimi parametrami, potom
štvrtý a piaty parameter zodpovedajú stavu tlač́ıtok Ctrl a Shift na klávesnici.
• WheelUp: otočenie kolieska myši smerom hore
• WheelDown: otočenie kolieska myši smerom dole
V druhej skupine sa všetky udalosti volajú s jedným parametrom. U prvých
troch to je identifikátor tlač́ıtka klávesnice, ktoré chceme simulovat’, uzavretý
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do apostrofov a pri udalosti TypeText je to textový ret’azec, ktorého zadanie
cez klávesnicu chceme simulovat’, uzavretý do apostrofov. Pokial’ chceme simulo-
vat’ stlačenie nejakého klávesu so znakom, potom ako parameter zadávame práve
tento znak. Pre d’aľsie klávesy použijeme nasledujúce identifikátory:
• Backspace pre kláves Backspace
• Tab pre kláves Tab
• Return alebo Enter pre kláves Enter
• Shift pre kláves Shift
• Ctrl pre kláves Ctrl
• Alt pre kláves Alt
• CapsLock pre kláves Caps Lock
• Esc pre kláves Esc
• Space pre kláves Space
• PageUp pre kláves Page Up
• PageDown pre kláves Page Down
• End pre kláves End
• Home pre kláves Home
• Left pre š́ıpku vl’avo
• Up pre š́ıpku hore
• Right pre š́ıpku vpravo
• Down pre š́ıpku dole
• Insert pre kláves Insert
• Delete pre kláves Delete
• Win pre l’avý kláves Windows
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• Num0 až Num9 pre č́ısla numerickej časti klávesnice
• Multiply pre kláves * na numerickej časti klávesnice
• Add pre kláves + na numerickej časti klávesnice
• Subtract pre kláves - na numerickej časti klávesnice
• Decimal desatinnú bodku na numerickej časti klávesnice
• Divide pre kláves na numerickej časti klávesnice
• F1 až F12 pre klávesy F1 až F12
• NumLock pre kláves Num Lock
• ScrollLock pre kláves Scroll Lock
Operácie pre simuláciu vstupu z klávesnice:
• KeyDown: simuluje zatlačenie zadaného klávesu na klávesnici
• KeyUp: simuluje pustenie zadaného klávesu na klávesnici
• KeyPress: simuluje stlačenie zadaného klávesu na klávesnici
• TypeText: jediným a povinným parametrom je textový ret’azec. Použitie je
možné napŕıklad, ked’ chceme zaṕısat’ do textového pol’a nejakú postupnost’
znakov.
Operácie pre prácu s oknami:
• Minimize: volá sa bez parametrov a vyvolá minimalizáciu daného okna.
• Maximize: volá sa bez parametrov a vyvolá maximalizáciu daného okna.
• Restore: volá sa bez parametrov a vyvolá obnovenie vel’kosti daného okna
do pôvodného stavu.
• Resize: volá sa s dvomi parametrami a nastavuje vel’kost’ daného okna.
Prvým parametrom je š́ırka okna a druhým jeho výška.
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• Move: volá sa s dvomi parametrami a nastavuje polohu daného okna. Prvým
parametrom je x-ová súradnica l’avého horného rohu okna a druhým y-ová
súradnica l’avého horného rohu okna.
• Close: volá sa bez parametrov a vyvolá zatvorenie daného okna.
• Screenshot: volá sa s jedným parametrom a ukladá do súboru screenshot
klientskej časti daného okna vo formáte jpeg. Parameter obsahuje cestu k





Knižnica obsahuje jedinú triedu TAutoControl. V triede je definovaná verejná
procedúra AppMessageHandler, ktorá slúži na obsluhu správ pre knižnicu. Pri ini-
cializácii knižnice sa obsluha správ pre aplikáciu nahrad́ı touto procedúrou a
adresa pôvodnej procedúry na obsluhu správ sa ulož́ı do premennej
oldAppMessageHandler. Vo chv́ıli ked’ aplikácia dostane správu, zavolá sa proce-
dúra AppMessageHandler, ktorá zist́ı, či sa nejedná o niektorú zo správ pre ob-
sluhu knižnice. Ak áno, zavolá pŕıslušné procedúry a funkcie, v opačnom pŕıpade
zavolá pôvodnú procedúru na obsluhu správ a odovzdá jej správu.
Ako už bolo poṕısané v oddieli 3.3, knižnica má definované tri správy systému
Windows a to:
• MSG AUTOLIB QUERY
• MSG AUTOLIB INFO
• MSG AUTOLIB COMMAND
Po zachyteńı správy MSG AUTOLIB COMMAND čaká knižnica na názov operácie,
ktorú má vykonat’. Tento údaj jej ovládaćı program posiela cez rúru. O identi-
fikáciu požadovanej operácie a zavolanie pŕıslušnej procedúry sa stará procedúra
GetAndExecuteCommand. Podporované operácie sú:
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CMD TOGGLEHINTS:
Pokial’ je premenná showHints nastavená na 0, potom pre každé okno a ovládaćı
prvok, ktorý má vlastnosti ShowHint a Hint nastav́ı ShowHint na True a do vlast-
nosti Hint na začiatok pridá hodnotu vlastnosti Name daného komponentu vloženú
medzi okrúhle zátvorky. Vd’aka tomuto už́ıvatel’ posunut́ım kurzora myši nad
pŕıslušný ovládaćı prvok zist́ı jeho názov. Poznat’ názvy jednotlivých komponentov
je nutné, pokial’ chce už́ıvatel’ č́ıtat’ alebo nastavovat’ ich vlastnosti. Potom pre-
mennú showHints nastav́ı na 1. Pokial’ má premenná showHints hodnotu 1, nas-
tav́ı ju na 0 a z vlastnosti Hint vymaže názvy komponentov spolu so zátvorkami.
Pokial’ po vymazańı tohoto údaju zostane ret’azec Hint prázdny, nastav́ı hodnotu
vlastnosti ShowHint pre daný komponent na False.
CMD GETWINSCOMPSANDPROPS:
Žiadost’ o odoslanie zoznamu okien, ovládaćıch prvkov a ich vlastnost́ı ovládaciemu
programu. Údaje sa odosielajú v porad́ı:
Počet okien ako celé čı́slo
i-krát, kde i je počet okien:
Názov okna ako ret’azec znakov
Počet ovládacı́ch prvkov v okne ako celé čı́slo
j-krát, kde j je počet ovládacı́ch prvkov:
Názov ovládacieho prvku ako ret’azec znakov
Počet vlastnostı́ ovládacieho prvku ako celé čı́slo
k-krát, kde k je počet vlastnostı́:
Druh typu podl’a TTypeKind ako ret’azec znakov
Údajový typ vlastnosti ako ret’azec znakov
Názov vlastnosti ako ret’azec znakov
Hodnota vlastnosti ako ret’azec znakov
Pokial’ sa jedná o výčtový typ, potom sa ako doplňujúca
informácia odošle v ret’azci zoznam prı́pustných hodnôt
Pokial’ sa jedná o udalost’, potom sa ako doplňujúca
informácia odošle ret’azec zložený z údajov
TMethod.Code, TMethod.Data
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Počet vlastnostı́ okna ako celé čı́slo
Informácie o každej vlastnosti rovnako ako u ovládacı́ch prvkov
Zoznam publikovaných metód pre každé okno vo formáte:
i published methods
Pre každú metódu ret’azec vo formáte x on address y, kde
x je názov metódy a y je adresa, na ktorej je uložená
CMD GETPROPVAL:
Źıskanie hodnoty vlastnosti. Z rúry očakáva č́ıslo, ktoré vyjadruje index okna
v poli Application.Components, č́ıslo, ktoré vyjadruje index ovládacieho prvku
v poli Application.Components[index okna].Components a ret’azec znakov vy-
jadrujúci názov vlastnosti. Pokial’ chceme zistit’ hodnotu vlastnosti okna, po-
tom ako index ovládacieho prvku pošleme č́ıslo -1. Obslužná procedúra odosiela
cez rúru ret’azec znakov, v ktorom je uložená hodnota danej vlastnosti a návratovú
hodnotu, ktoá je v pŕıpade úspechu 0, inak -1.
CMD SETPROPVAL:
Nastavenie hodnoty vlastnosti. Z rúry očakáva č́ıslo, ktoré vyjadruje index okna
v poli Application.Components, č́ıslo, ktoré vyjadruje index ovládacieho prvku
v poli Application.Components[index okna].Components, ret’azec znakov vy-
jadrujúci názov vlastnosti a podl’a typu vlastnosti ret’azec alebo č́ıslo vyjadrujúce
novú hodnotu vlastnosti. Pokial’ chceme nastavit’ hodnotu vlastnosti okna, po-
tom ako index ovládacieho prvku pošleme č́ıslo -1. Obslužná procedúra odosiela
cez rúru jediné č́ıslo ako návratovú hodnotu. V pŕıpade úspechu je návratová
hodnota 0, v pŕıpade neúspechu -1. Nakoniec knižnica odosiela ovládaciemu pro-
gramu správu MSG AUTOLIB INFO, pretože po zmene niektorých vlastnost́ı hlavne
u okien sa stáva, že sa zmeńı handle okna.
CMD CLICKMSGDLGBTN:
Simulácia kliknutia na tlač́ıtko modálneho dialógového okna, pričom cez rúru
očakáva ret’azec znakov obsahujúci nápis na danom tlač́ıtku. Obslužná procedúra
najprv źıska handle dialógového okna pomocou funkcie Windows API FindWindow,
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ktorej ako triedu hl’adaného okna zadá ukazovatel’ na textový ret’azec obsahujúci
text TMessageForm. Ak sa hodnota handle nerovná nule, procedúra źıska han-
dle tlač́ıtka pomocou funkcie Windows API FindWindowEx, ktorá ako parametre
dostane handle dialógového okna, ukazovatel’ na textový ret’azec obsahujúci text
TButton a ukazovatel’ na textový ret’azec obsahujúci nápis na tlač́ıtku, na ktoré
chceme kliknút’. Po źıskańı handle tlač́ıtka je možné poslat’ mu správu systému
Windows BM CLICK pomocou funkcie SendMessage alebo PostMessage. [4]
CMD SENDWINMESSAGE:
Odoslanie správy systému Windows oknu alebo ovládaciemu prvku. Z rúry očakáva
5 č́ısel a to index okna, index ovládacieho prvku (môže byt’ zase -1), id správy,
wParam správy, lParam správy
Nasledujúcich 11 operácíı pre simuláciu vstupu z myši očakáva z rúry 6 č́ısel
a to: index okna, index ovládacieho prvku (môže byt’ zase -1), x-ová súradnica
polohy kurzora vzhl’adom na l’avý horný roh okna alebo ovládacieho prvku, y-ová
súradnica polohy kurzora vzhl’adom na l’avý horný roh okna alebo ovládacieho
prvku, 1 ak simulujeme operáciu pri stlačenom klávese Shift, inak 0, 1 ak simu-
lujeme operáciu pri stlačenom klávese Ctrl, inak 0.
• CMD MOUSEMOVE: odoslanie správy WM MOUSEMOVE
• CMD LBTNDOWN: odoslanie správy WM LBUTTONDOWN
• CMD LBTNUP: odoslanie správy WM LBUTTONUP
• CMD MBTNDOWN: odoslanie správy WM MBUTTONDOWN
• CMD MBTNUP: odoslanie správy WM MBUTTONUP
• CMD RBTNDOWN: odoslanie správy WM RBUTTONDOWN
• CMD RBTNUP: odoslanie správy WM RBUTTONUP
• CMD LBTNCLICK: odoslanie správ WM LBUTTONDOWN a WM LBUTTONUP
• CMD MBTNCLICK: odoslanie správ WM MBUTTONDOWN a WM MBUTTONUP
41
• CMD RBTNCLICK: odoslanie správ WM RBUTTONDOWN a WM RBUTTONUP
• CMD DBLCLICK: odoslanie správy WM LBUTTONDBLCLK
Nasledujúce 2 operácie pre simuláciu vstupu z kolieska myši očakávajú z rúry 7
č́ısel a to: index okna, index ovládacieho prvku (môže byt’ zase -1), x-ová súradnica
polohy kurzora vzhl’adom na l’avý horný roh okna alebo ovládacieho prvku, y-ová
súradnica polohy kurzora vzhl’adom na l’avý horný roh okna alebo ovládacieho
prvku, počet posunov kolieska, 1 ak simulujeme operáciu pri stlačenom klávese
Shift, inak 0, 1 ak simulujeme operáciu pri stlačenom klávese Ctrl, inak 0.
• CMD WHEELDOWN: odoslanie správy WM MOUSEWHEEL
• CMD WHEELUP: odoslanie správy WM MOUSEWHEEL
Nasledujúce štyri operácie slúžia pre simuáciu vstupu z klávesnice. Z rúry očaká-
vajú tri č́ısla a to index okna, index ovládacieho prvku (môže byt’ zase -1) a
okrem poslednej ešte virtuálny kód klávesu, ktorý chceme simulovat’. Operácia
CMD TYPETEXT očakáva namiesto kódu klávesu ret’azec znakov, ktorých ṕısanie
na klávesnici má simulovat’.
• CMD KEYDOWN: odoslanie správy WM KEYDOWN
• CMD KEYUP: odoslanie správy WM KEYUP
• CMD KEYPRESS: odoslanie správ WM KEYDOWN, WM CHAR a WM KEYUP
• CMD TYPETEXT: Simulácia ṕısania na klávesnici. Z rúry očakávajú dve
č́ısla a to index okna, index ovládacieho prvku (môže byt’ zase -1) a ret’azec
znakov. Pre každý znak v ret’azci sa odošlú správy WM KEYDOWN, WM CHAR a
WM KEYUP.
Nasledujúce operácie slúžia pre simuáciu manipulácie s oknom a vytvorenie screen-
shotu okna:
• CMD RESIZEWIN: Nastavenie vel’kosti okna. Z rúry očakáva 3 č́ısla a
to index okna, š́ırku a výšku
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• CMD MOVEWIN: Nastavenie poźıcie l’avého horného rohu okna. Z rúry
očakáva 3 č́ısla a to index okna, x-ovú a y-ovú súradnicu nového umiestnenia
l’avého horného rohu okna.
• CMD MINIMIZEWIN: Maximalizácia okna. Z rúry očakáva index okna.
• CMD MAXIMIZEWIN: Minimalizácia okna. Z rúry očakáva index okna.
• CMD RESTOREWIN: Obnovenie okna do pôvodnej vel’kosti. Z rúry
očakáva index okna.
• CMD CLOSEWIN: Zatvorenie okna. Z rúry očakáva index okna.
• CMD MAKESCREENSHOT: Vytvorenie screenshotu okna a uloženie
do súboru. Z rúry očakáva index okna a cestu k súboru. Ako návratovú
hodnotu posiela 0 v pŕıpade úspechu, -1 ak okno nie je viditel’né a -2 ak
zadaný súbor už existuje.
5.2 Ovládaćı program
Ovládaćı program muśı mat’ definované správy
• MSG AUTOLIB QUERY
• MSG AUTOLIB INFO
• MSG AUTOLIB COMMAND
Správu MSG AUTOLIB INFO musú byt’ schopný prijat’ cez svoj objekt
Application, niektoré okno alebo vlákno. Pokial’ pŕıj́ıma túto správu cez ob-
jekt Application alebo okno, potom pri odosielańı správy MSG AUTOLIB QUERY
do parametru wParam pridáva handle objektu Application alebo handle okna a
parameter lParam necháva nastavený na 0. V pŕıpade, že správu prij́ıma cez vlákno,
parameter wParam je 0 a do lParam vlož́ı handle daného vlákna. Rozhranie cez ktoré
sa komunikuje s knižnicou AutoLib je poṕısané v kapitole 5.1 a schéma komu-
nikácie medzi ovládaćım programom a knižnicou je poṕısaná v oddieli 3.3. Práca
so skriptovaćım jazykom je poṕısaná v oddieli 3.4 a popis skriptovacieho jazyka
sa nachádza v nasledujúcom oddieli 5.3.
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5.3 Skriptovaćı jazyk
Lexikálna analýza je naprogramovaná v súbore lexer.l. Na začiatku sú defi-
nované kl’́učové slová a názvy definovaných pŕıkazov. Nasledujú regulárne výrazy
pre rozoznávanie defińıcie ackíı, vlastnost́ı, premenných a č́ısel ret’azcov a nakoniec
operátory.
Parser je naprogramovaný v súbore parser.y. V pŕıpade, že parser naraźı
na postupnost’ znakov v tvare identifikátor.identifikátor..., zavolá na ňu
funkciu WinCompProp z knižnice operations.pas. Táto funkcia prejde zadaný
výraz a zist́ı, ktorý identifikátor definuje aké okno, ovládaćı prvok, vlastnost’
alebo udalost’. V závislosti od toho vráti v premenných win a comp indexy okna
a ovládacieho prvku, potom v premenných prop a act názov vlastnosti a názov
udalosti. Pŕıslušný kód v parseri porovná obsah premennej act so známymi
názvami udalost́ı a podl’a toho zavolá pŕıslušnú procedúru z knižnice
operations.pas, aby poslala knižnici AutoLib potrebné inštrukcie.
O parsovanie konštrukcíı if a while sa stará funkcia ParseLines v knižnici
operations.pas. V pŕıpade, že parser naraźı na riadok obsahujúci if podmienka
then alebo while podmienka do, vyhodnot́ı podmienku, nastav́ı na True pre-
mennú found if resp. found while a podl’a výsledku vyhodnotenia podmienky
nastav́ı hodnotu pre premennú if expr resp. while expr. Funkcia ParseLines
po odoslańı každého riadku parseru kontroluje obsah týchto premenných a podl’a
neho skontroluje syntaktickú správnost’ nájdenej konštrukcie a parseru pošle pŕıka-
zy zo zodpovedajúceho bloku begin end
Pokial’ parser naraźı na pŕıkaz Exit, nastav́ı hodnotu premennej found exit
na True. Po tom, čo funkcia ParseLines zist́ı, že táto premenná je nastavená
na True, ukonč́ı vykonávanie skriptu.
Pre lepšie pochopenie skriptovacieho jazyka odporúčam pozriet’ sa do zdro-





Projekt umožňuje v l’ubovol’nom programe naprogramovanom v prostred́ı Del-
phi č́ıtanie a nastavovanie väčšiny vlastnost́ı okien a ovládaćıch prvkov za behu
cez externý ovládaćı program. Umožňuje tiež zmenu obslužnej metódy pre udalosti.
Využitie týchto funkcionaĺıt je porovnatel’ne jednoduché a intuit́ıvne ako práca
s nástrojom Object inspector v prostred́ı Delphi. Neposkytuje śıce tak širokú pod-
poru údajových typov ako projekt Greatis Object Inspector [5], nepodporuje prácu
s vlastnost’ami, ktoré majú štruktúrovaný typ, výhodou oproti spomı́nanému pro-
jektu však nesporne je možnost’ č́ıtania a nastavovania vlastnost́ı cez externý pro-
gram. Vd’aka tomu do ciel’ovej aplikácie nie je potrebné vkladat’ žiadne d’aľsie
ovládacie prvky, cez ktoré by sa práca s vlastnost’ami vykonávala a jedinou nut-
nou úpravou je pridanie knižnice AutoLib do časti uses v projekte.
Okrem toho knižnica AutoLib umožňuje posielanie udalost́ı oknám aj ovládaćım
prvkom a tým simulovat’ vstup z myši alebo klávesnice. Všetká funkcionalita je
jednoducho automatizovatelná pomocou priloženého skriptovacieho jazyka. Jazyk
sa svojou syntaxou ĺı̌si len minimálne od objektového Pascalu, preto by jeho
využitie nemalo byt’ pre vývojárov pracujúcich s prostred́ım Delphi problémom.
Skripty je možné pomocou na to určeného programu spúšt’at’ cez pŕıkazový riadok
alebo v rámci dávkových súborov. Tým je projekt pripravený pre použitie všade
tam, kde sa pracuje na vývoji softvéru pomocou prostredia Delphi a už́ıvatelia
chcú ušetrit’ čas, ktorý by venovali opakovanému vykonávaniu rovnakých operácii,
napŕıklad počas testovania. Rozhranie knižnice umožňuje vývojárom vyrábat’
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alternat́ıvne ovládacie programy, ktoré by mohli pracovat’ aj s inými skriptovaćımi
jazykmi ako je ten, ktorý je súčast’ou projektu. Vd’aka návrhu skriptovacieho
jazyka je relat́ıvne jednoduché rozš́ırit’ ho o d’aľsiu funkcionalitu.
Existuje niekol’ko námetov na rozš́ırenie projektu. Pokial’ ide o manipuláciu
s vlastnost’ami, bolo by užitočné pridat’ podporu pre d’aľsie údajové typy, hlavne
tie štruktúrované. Po pridańı tejto funkcionality by boli pŕınosom tiež editory pre
niektoré vlastnosti štruktúrovaného typu, ako napŕıklad TControl.Font,
TTreeView.Items, TImage.Picture, TMainMenu.Items a podobne. Zauj́ımavým
rozš́ıreńım by bola tiež možnost’ nahrávat’ akési makrá tak, že už́ıvatel’ by vykonal
ručne nejaké operácie na programe, knižnica AutoLib by ich zaznamenala, poslala
ovládaciemu programu a ten by postupnost’ operácíı zaznamenal ako skript. Pomen-
ovaná rúra umožňuje tiež komunikáciu po sieti, preto by bolo v budúcnosti možné
upravit’ komunikačný protokol, aby sa dalo programy riadit’ aj ovládaćım pro-
gramom bežiacim na inom poč́ıtači. Ďaľsou možnost’ou je lokalizácia ovládacieho
programu do iných jazykov, ako je angličtina, pŕıpadne umiestnenie všetkých
textov tohoto programu do samostatného súboru pre každý jazyk. Odtial’ by
sa nač́ıtavali podl’a jazykového nastavenia. Nakoniec by bolo vhodné skriptovaćı




Knižnica AutoLib sa nachádza v súbore autolib.pas
V adresári ControlCenter sa nachádza program Control center distribuo-
vaný ako spustitel’ný exe súbor s názvom controller.exe. Tento adresár d’alej
obsahuje program pre spúšt’anie skriptov z pŕıkazového riadku distribuovaný ako
súbor controller cli.exe. V tomto adresári je podadresár source, kde sa nachá-
dzajú zdrojové kódy k programu Control center aj programu pre spúšt’anie skrip-
tov z pŕıkazového riadku. V adresári source sa nachádza podadresár scriptlang,
kde sú uložené zdrojové súbory pre interpreter skriptovacieho jazyka.
V adresári Sample je uložený v podobe spustitel’ného exe súboru program
Sample, ktorý je vytvorený v prostred́ı Delphi a je možné na ňom skúšat’ funkciona-
litu knižnice AutoLib a programu Control Center. V tom istom adresári je uložený
súbor samplescript.txt, ktorý obsahuje ukážkový skript pre dávkové spustenie
niektorých operácíı v programe Sample. Zdrojové kódy programu Sample sú v pod-
adresári source.
Súbor bakalarska praca.pdf je elektronickou verziou tejto bakalárskej práce.
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