In this paper we discuss the architecture of a tool designed to help users develop vertical search engines in different domains and different languages. The design of the tool is presented and an evaluation study was conducted, showing that the system is easier to use than other existing tools.
INTRODUCTION
Recently, many domain-specific or language-specific search engines have been built to facilitate more efficient searching in different areas. However, much effort will be needed to construct such a search engine that provides effective and efficient search functionalities with a high-quality collection of documents. Although comprehensive software tools for creating search engines exist, most of them cannot work on non-English languages such as Asian and Middle East languages. In this paper, we present our work in designing and implementing a system to address this problem.
RELATED WORK
Due to the large size of the Web, it is often desirable to build domain-specific or language-specific collections that can be searched and managed more easily. When developing Web search engines, "spiders" program are often used to traverse the Web to collect Web pages [2] . The spiders read from a list of starting seed URLs and download the documents at these URLs. The spiders then follow the links in these documents to continue the process until a required number of documents have been collected. Spidering tools have been available since the early days of the Web, e.g., tueMosaic [4] . Documents retrieved by spiders are stored in a repository of Web pages. An indexer processes the documents in the repository and builds an underlying index of the search engine. SMART and Glimpse [5] are examples of indexing tools that have been widely used. After an index is created, a query engine is responsible for retrieving and ranking documents from the index according to user queries. The results are usually rendered in an HTML format and sent back to the user through the Web.
There are many free software tools that provide all of the components necessary for building a search engine, i.e., collection building, indexing, searching, index storage structure, and user interface. Users can build their own search engines with such tools. Some popular examples of comprehensive search engine development tools are WebGlimpse [5] , Greenstone [6] , ht://dig, and Alkaline. However, most of these tools only work for English documents and are not able to process non-English documents, especially for non-alphabetical languages. Only a few of them, such as Greenstone, support multilingual collection building. As a result, most of these tools cannot be used to create digital library for non-English collections.
SPIDERSRUS: SYSTEM DESIGN
SpidersRUs (http://ai.bpa.arizona.edu/spidersrus/) is designed based on the backend architecture of popular Web search engines, but in a much simpler way [1] . The design is shown in Figure 1 . The Spider module is responsible for collecting documents from the Web. This module contains multiple threads that work in parallel to download Web documents in a breadth-first search order. Users also can specify filters and term lists to guide the spiders. The downloaded documents are stored as files in their original form in the local repository. These files are then indexed by the Indexer module, which is designed to handle documents in different languages, such as English, Chinese, Arabic, Spanish, Japanese, and so on. The Indexer can also handle documents in formats other than HTML, such as PDF, Word, etc. Terms are extracted from the documents and the indexes are created and saved as files. After creating the indexes, the users can start the Searcher module which will load the files, allowing users to search the collection through the Web. For the detailed design of each module, users are referred to [3] .
The SpidersRUs toolkit allows users to build, access, and maintain multiple document collections in multiple languages. The first step of building a new document collection is to create a new project in the toolkit. After a project is created, the user can interact with the Spider module by specifying the "seed URLs" and other parameters for the crawling process. After the spidering Permission to make digital or hard copies of all or part of this work for personal or classroom use is granted without fee provided that copies are not made or distributed for profit or commercial advantage and that copies bear this notice and the full citation on the first page. To copy otherwise, or republish, to post on servers or to redistribute to lists, requires prior specific permission and/or a fee. process is completed, the user can start indexing the documents collected. An inverted index will be created for the collection. The user can then assign a port number for the search service for the current collection. The user interface of the search engine and the result display format also can be customized by the user by modifying the HTML template and the image files used. After loading the service, the search interface to the collection will be available to any users connecting to the specified port from the Web. In Figure 2 , we show the example of a search engine built by the toolkit in Chinese. As discussed earlier, the support for multiple languages is not available in most current search engine tools and will be very useful for vertical search engine development. The Web user interface is designed in English but it can be easily customized for different languages. 
SYSTEM EVALUATION
To evaluate the tool, we conducted a study to compare it with two existing search engine development tools, namely Alkaline and Greenstone discussed earlier. A group of 28 business students were asked to use the three systems to build a vertical search engine in a domain they chose. After building the systems they were asked to fill in a questionnaire to evaluate the systems by answering a series of questions in the scale of 0 (lowest) to 9 (highest). Some of the data collected are shown in Table 1 . When asked about the ease of use of the different tools in the process of building a specialized search engine, the subjects rated SpidersRUs an average score of 6.46, which is significantly better than Alkaline (5.32) and Greenstone (4.21) at the 5% level. In the second item "learning to operate the system", SpidersRUs also scored significantly better than Alkaline and Greenstone at the 1% level. For the other two measures, we observed that SpidersRUs scored significantly higher than Greenstone at the 1% level and comparable to Alkaline. 
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CONCLUSION
In this paper we discuss the architecture of a toolkit designed to help developers create vertical search engines in different domains and different languages. Our evaluation study showed that the tool was perceived better by users than some existing tools. We are currently expanding the tool for more functionalities, such as multimedia support.
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