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časti je realizovaná webová aplikácia, ktorá vizualizuje metriky vyplývajúce z analýzy a
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Predmetom diplomovej práce je automatizácia procesov agilného vývoja software v spo-
ločnosti Kentico software, s.r.o. v Brně. Spoločnost využíva na riadenie procesov agilného
vývoja metodiku Scrum. Cieľom tejto práce je rozšíriť používané nástroje, prípadne vytvo-
riť vlastný nástroj, ktorý umožní zautomatizovať získavanie požadovaných dát a následne
ich zobrazí používateľovi.
Úvodná kapitola sa zaoberá rozborom v súčastnosti používaných agilných metodík, ich
základnými princípmi, rozdielami, procesmi. Najskôr sa venuje vzniku agilného vývoja ako
metodológie, ďalej rozoberá extrémne programovanie (XP), Kanban a dôraz kladie najmä
na metodiku Scrum.
Nasledujúca kapitola popisuje niektoré najznámejšie a najpoužívanejšie nástroje na pod-
poru agilného vývoja. Je v nej uvedený aj popis produktov JIRA Software a Confluence
od spoločnosti Atlassian Inc., ktoré sú v súčastnosti výužívané spoločnosťou Kentico na
riadenia vývoja software.
Štvrtá kapitola uvádza konkrétne postupy (špecifiká) agilného vývoja aplikované spo-
ločnosťou Kentico. Tiež analyzuje sledované procesy (informácie, metriky) ktorých auto-
matizácia je predmetom tejto práce.
Piata kapitola sa zaoberá návrhom riešení, prípadne vylepšení analyzovaných procesov
z predchádzajúcej kapitoly.
Obsahom nasledujúcej kapitoly je špecifikácia požiadaviek na realizáciu zo strany spo-
ločnosti, nachádza sa tu tiež popis najdôležitejších technológií použitých pri vývoji aplikácie.
Kapitola popisujúca samotnú implementáciu ukazuje výsledné naprogramovanie navrho-
vaných riešení a popisuje aj spôsoby testovania správnosti implementácie.
Posledná kapitola predkladá celkové zhodnotenie práce, dosiahnutých výsledkov a jej
celkový prínos. Nachádza sa v nej aj zamyslenie sa nad možnými vylepšeniami aplikácie.
Táto diplomová práca priamo nadväzuje na semestrálny projekt vypracovaný v zimnom
semestri, ktorý sa zaoberal metodikami agilného vývoja s dôrazom na metodiku Scrum,
porovnaním existujúcich nástrojov na podporu agilného vývoja a analýzou súčasne využí-





Agilný vývoj software je súbor metód vývoja software, v ktorých požiadavky a riešenia
sa vyvinú z kolaborácie medzi samo-organizujúcimi [8] cross-functional1 tímami. Propa-
guje adaptívne plánovanie, evolučný vývoj, včasné doručovanie, neustále zdokonalovanie a
podnecuje rýchlu a flexibilnú reakciu na zmenu. [1] Pôvodne sa jednalo o metodiky XP (Ex-
trémne programovanie), Scrum, Crystal a postupne sa pridávali ďalšie. Spoločným rysom
týchto metodík je iteratívny vývoj, ktorý je zvlášť výhodný pri spolupráci so zákazníkom.
Zákazníka stavia do stredu záujmu, role partnera, ktorý môže v priebehu celého vývoja
zasahovať do tohoto procesu. Silná orientácia na zákazníka umožnuje vývoj software odpo-
vedajúci jeho aktuálnym požiadavkám, čím znížime riziko vývoja nepotrebných položiek.
V tejto kapitole si stručne uvedieme metodiky XP, Kanban a podrobnejšie Scrum, ktorý je
používaný ako metodika na riadenie procesu vývoja v spoločnosti Kentico.
2.1 Manifest
Vo februári roku 2001 sa v Utahu (USA) spoločne stretlo 17 popredných odborníkov z oblasti
ICT (Martin Fowler, Robert C. Martin, Jeff Sutherland a ďalší) a snažili sa nájsť alternatívu
k zaužívanému, ťažkopádnemu, dokumentáciou hnaného vývoja software. Výsledkom tohoto
stretnutia je dokument - manifest agilného vývoja. Manifest uvádza štyri hlavné zásady a
12 princípov, ktoré stoja za týmto Manifestom.
Znenie manifesta [5]:
"Ľudia a komunikácia sú viac než procesy a nástroje.
Funkčný softvér je viac než vyčerpávajúca dokumentácia.
Spolupráca so zákazníkom je viac než dojednávanie zmluvy.
Radšej reagovať na zmenu než sa držať plánu."
2.2 Princípy Agilného Manifesta
Uplatňujú sa nasledovné princípy [6]:
1. Našou najvyššou prioritou je uspokojiť zákazníka skorým a sústavným dodávaním
hodnotného softvéru.
1Skupina ľudí s rozdielnymi odbornými znalosťami pracujúca smerom k dosiahnutiu spoločného cieľa.
[12]
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2. Zmeny požiadaviek sú vítané dokonca aj v neskorých fázach vývoja. Agilné procesy
dokážu pretaviť zmenu na konkurečnú výhodu zákazníka.
3. Dodávame funkčný softvér často, od niekoľkých týždňov po niekoľko mesiacov, s upred-
nostnením čo najkratších intervalov.
4. Ľudia z biznisu a vývojári musia denne spolupracovať počas celého projektu.
5. Postavte projekty na motivovaných ľuďoch. Poskytnite im prostredie, podporu a dô-
verujte im, že svoju úlohu splnia.
6. Najlepším spôsobom odovzdávania informácií vývojovému tímu a v tíme je osobný
rozhovor.
7. Základným ukazovateľom napredovania je funkčný softvér.
8. Agilné procesy podporujú trvalo udržateľný rozvoj. Sponzori, vývojári a užívatelia by
mali byť schopní trvalo udržať konštantné tempo.
9. Sústavný dôraz na technickú vyspelosť a kvalitný návrh podnecujú agilitu.
10. Jednoduchosť – umenie vykonať naozaj len to potrebné, je nevyhnutnosť.
11. Samoorganizované tímy vytvárajú najlepšie koncepty, požiadavky a návrhy riešení.
12. Tím v pravidelných intervaloch vyhodnocuje sám seba s cieľom byť efektívnejší a
prispôsobuje tomu svoje správanie.
2.3 Extrémne progamovanie
Extrémne progamovanie (ďalej označované XP) bolo ako metodika vytvorené Kentom Bec-
kom pri jeho práci na faktúrovacom projekte, s názvom Chrysler Comprehensive Compen-
sation System (C3) [9], ktorá začala v marci roku 1996.
XP popísané sadou pravidiel rozdelených do niekoľkých logických sekcií (prevzaté z [23]):
Plánovanie
∙ Uživateľské scenáre (z angl. user stories) sú napísané.
∙ Na základe plánovaných výstupov sa vytvorí časový harmonogram.
∙ Malé a časté výstupy.
∙ Projekt je rozdelený do iterácií.
∙ Plánovanie iterácie sa vykonáva na začiatku každej iterácie.
Riadenie
∙ Tím by mal mať dedikovaný otvorený pracovný priestor.
∙ Dôležité je udržateľné tempo.
∙ Každý deň začína stand up mítingom.
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∙ Kapacita projektu je meraná.
∙ Ľudí treba presúvať medzi tímami, projektami...
∙ Keď už súčasné riadanie nefunguje, treba ho upraviť.
Návrh
∙ Jednoduchosť. Preferovať čo najjednoduchšie riešenia.
∙ Výber vhodných systémových metafor - metafora popisujúca celý projekt vhodná na
jednoduchšie uvedenie do problematiky u nováčikov, vhodné mená tried a objektov
(u OOP2).
∙ Vytváranie dočasných, experimentálnych riešení na zníženie rizík.
∙ Žiadne predčasné pridávanie funkcionality. Pridávať sa má len požadovaná funkciona-
lita, väčšina funkcionality sa aj tak nikdy nevyužije a zbytočne zvyšuje komplexitu
kódu.
∙ Refaktorizovať programový kód vždy, keď je to možné.
Programovanie
∙ Zákazník je neustále k dispozícií.
∙ Programový kód musí vyhovovať dohodnutému štandardu.
∙ Testy jednotiek (z angl. unit tests) sa píšu ako prvé.
∙ Produkčný kód je vždy písaný s využitím párového programovania.
∙ Integrovanie kódu môže vykonávať súčasne len jedna dvojica. Programový vývoj je pa-
ralelný, ale integrácia kódu na strane repozitára zdrojového kódu prebieha sekvenčne.
∙ Častá integrácia kódu, ktorá prebieha dedikovanom počítači.
∙ Kolektívne vlastníctvo. Ktorýkoľvek vývojár môže zmeniť ľubovoľný riadok kódu za
cieľom pridania funkcionality, opravenia chýb, zlepšenia dizajnu alebo refaktorizácie.
Testovanie
∙ Celý programový kód musí „byť pokrytý“ testami jednotiek.
∙ Celý programový kód musí prejsť všetkými testami jednotiek predtým ako je uvoľnený
(released).
∙ Pri nájdení chyby sa vytvorí test pokrývajúci scenár, pri ktorom bola daná chyba
nájdená.




Metodiku Kanban vytvoril Taiichi Ohno, industriálny inžinier v spoločnosti Toyota ako
systém vylepšenia a udržania vysokej úrovne produktivity. Kanban je jednou z metód do-
siahnutia JIT3. [15] Kanban je japonské slovo a v preklade „Kan“ znamená „karta“ a „ban“
znamená „signál“. Tento proces signalizovania kartou je používaný ako výzva k „akcii“.
Obr. 2.1: Vzhľad Kanban nástenky v nástroji JIRA, zdroj: [10].
Na obrázku vyššie je vyobrazená kanban nástenka. Pracovné položky sú v nej umiest-
nené v jednom zo štyroch stĺpcov: Spraviť (To do), Rozpracované (In progress), Kontrola
kódu (Code review) a Hotovo (Done). Keď skončí fáza položky vyjedrená názvom daného
stĺpca, tak sa položka presunie do stĺpca vpravo od aktuálneho (zo stĺpca Hotovo sa presunie
do zoznamu uvoľnených položiek).
Tím používajúci kanban ako metodiku sa sústredí len na prácu, ktorá je aktívne vy-
konávaná. Keď tím dokončí danú položku, zoberie si ďalšiu z vrchola katalóga. Katalóg
podobne ako v metodike Scrum (popis v nasledujúcej kapitole) vytvára vlastník produktu
a ten taktiež určuje poradie položiek v tomto usporiadanom zozname.
Dôležitou metrikou je čas cyklu. Vyjadruje čas potrebný na to, aby jednotka práce
(položka) prešla celým pracovným tokom tímu - od momentu začatia práce na danej položke
až po jej vydanie do produkcie. Z tohoto pohľadu je výhodné, ak sa schopnosti jednotlivých
členov tímu prekrývajú a tak sa dokážu navzájom zastúpiť a práca nestagnuje v niektorom
z definovaných stupňov.
Podstatným konceptom je limit prebiehajucej práce, ktorý určuje minimálny a maxi-
málny počet položiek, ktoré sa môžu nachádzať v jednotlivých stupňoch pracovného toku.
Tým napomáha k odstráneniu veľkého množstva „takmer dokončených“ položiek a často
3Just-in-time manufaktúra, alebo produkcia je metodológia zameraná na skrátenie času „toku“ v pro-
dukcii, času odozvy od dodávateľov a k zákazníkom.
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zvýrazňuje úzke miesta v zreťazenom spracovaní. Napríklad nastavenie nízkej maximálnej
hranice počtu položiek v stupni „Kontrola kódu“ môže urýchliť úkončenie cyklu položiek
a taktiež v prípade zistených problémov podnietiť skoršie začatia s opravou problémových
častí kódu.
2.5 Scrum
V spoločnosti Kentico je z metodík patriacich pod agilný vývoj využívaná práve meto-
dika Scrum. Táto kapitola si kladie za cieľ oboznámiť čitateľa o histórií tejto metodiky a
princípoch, ktoré sa pri jej aplikovaní dodržiavajú.
2.5.1 História
Históriu Scrum je možné sledovať od článku Harvard Business Review z roku 1986, "The
New New Product Development Game". V dnešnej rýchlo sa meniacom, prudko sa menia-
com svete komerčného vývoja nových produktov sú rýchlosť a flexibilita esenciálne. Spo-
ločnosti si čoraz viac uvedomujú, že starý, sekvenčný prístup k vývoju nových produktov
jednoducho nestačí. Namiesto toho spoločnosti v Japonsku a Spojených Štátoch Americ-
kých používajú holistickú metódu - ako v rugby, lopta sa posúva po ihrisku v rámci tímu,
ktorý sa pohybuje ako jednotka. [21] Z rugby vychádza aj meno tejto metodiky. V slovenčine
sa Scrum prekladá ako „mlyn“ a je to prostriedok reštartovania hry po menšom porušení
pravidiel, kedy sa osem hráčov každého tímu snaží pretlačiť súperových hráčov a tak získať
loptu.
Tento článok bol významný v spojení viacerých konceptov, z ktorých vychádza to čomu
dnes hovoríme Scrum. V roku 1993, Jeff Sutherland a jeho tím v Easel Corporation vytvo-
rili proces Scrum pre použitie vo vývoji software zkombinovaním konceptov článku z roku
1986 s konceptami objektovo-orientovaného vývoja, empirickej kontroly procesu, iteratív-
neho a inkrementálneho vývoja, výzkumu software procesu a produktivity, a komplexných
adaptívnych systémov. V roku 1995 Ken Schwaber publikoval prvú štúdiu zaoberajúcu sa
Scrum v OOPSLA ([20], [19]).
2.5.2 Základná definícia
Nejedná sa o štandardizovaný proces, ktorý musí byť metodicky dodržiavaný, ale ide o kon-
cept na organizovanie a vedenie práce. Je založený na skupine hodnôt, princípov a praktík,
ktoré poskytujú základ, do ktorého si konkrétna spoločnost pridá svoje realizácie relevant-
ných inžinierskych praktík a špecifický prístup realizovania Scrum praktík. Výsledkom bude
verzia Scrum, ktorá je unikátna pre danú spoločnosť. [19]
Zvyšok tejto kapitoly sa bude zaoberať praktikami Scrum, ktoré sú začlenené do špeci-
fických rolí, aktivít, artefaktov a pravidiel k nim pridruženým.
2.5.3 Role
Organizácia riadená metodikou Scrum sa skladá z jedného, alebo viacerých Scrum tímov,
kde každý je zastúpený tromi rolami: vlastník pruduktu (Product owner), Scrum majster
(ScrumMaster) a vývojový tím (development team). Scrum framework vyžaduje len tieto
tri role, ale iné nezakazuje.
Ideálne o svojej štruktúre rozhoduje sám tím. Ak sa má tímu veriť s riešením prob-
lému vytvorenia produktu, tak sa zdá byť adekvátne veriť mu aj v rozhodnutí ako sa sám
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Obr. 2.2: Praktiky Scrum.
štrukturovať. Avšak hoci sú členovia tímu zvyknutí robiť technické rozhodnutia, zvyčajne
nemajú veľa skúseností robiť organizačné rozhodnutia o tíme. Spočiatku je teda vhodné,
al funkcionálny manažéri, projektoví manažéri, Scrum majstri, alebo tí čo riadia zmenu na
Scrum budú robiť rozhodnutia o tom, ako organizovať tímy. [7]
Vlastník produktu
Vlastník produktu je hlavným „bodom“ vedenia produktu. Je zodpovedný za to, ktoré
prvky a funkcionalita budú vytvorené a v akom poradí. Udržuje a komunikuje všetkým
ostatným zúčastneným jasnú víziu toho, čo sa snaží Scrum tím dosiahnuť. Ako taký je
vlastník produktu zodpovedný za celkový úspech vyvíjaného a udržiavaného riešenia.
Na jednej strane musí dostatočne rozumieť potrebám a prioritám partnerov v podnikaní,
zákazníkom a používateľom, aby mohol jednať v ich mene. V tomto ponímaní vystupuje
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ako projektový manažér, zaisťújúci to, že bude vyvinuté správne riešenie.
Na druhej strane musí často komunikovať a spolupracovať so Scrum majstrom, a vývojo-
vým tímom, aby bolo zaručený rýchly vývoj toho, čo požaduje. Stará sa tiež o zaistenie toho,
že sú definované kritéria pre akceptovanie vytváraných častí (modulov, funkcií, UI a pod.)
a testy, ktoré verifikujú tieto kritériá sú spustené na určenie či daná časť je kompletná. Pro-
duktový vlastník nepíše detailné testy, ale zaisťuje (kontroluje), že testy na vyššej úrovni sú
napísané a teda tím dokáže určiť, či splnil jeho požiadavky na danú časť produktu. Z tohoto
pohľadu je produktový vlastník z časti obchodný analytik a z časti tester.
Obr. 2.3: Hlavné povinnosti vlastníka produktu.
Scrum majster
Scrum majster je agilným trénerom Scrum tímu - vývojového tímu a vlastníka produktu.
Vzdelávaním tímu sa snaží odstrániť bariéry medzi týmito rolami. Podobne ako tréner špor-
tového tímu sa nesnaží priamo vyriešiť (nimi riešiteľné) problémy tímu, ale skôr poradiť,
pomôcť nájsť riešenie. Ak je však problémom nejaká zábrana, ktorú tím nedokáže sám
odstrániť, Scrum majster prevezme zodpovednosť za jej vyriešenie. Keď sa mu podarí do-
statočne predať tieto znalosti a naučiť tím aplikovať dané postupy, poskytuje asistenciu
s aktualizáciou produktového katalógu a pod.
Aj keď Scrum majster pôsobí ako tímový tréner, jeho prvotnou a najdôležitejšou úlohou
je byť „sluhom“ Scrum tímu, starajúci sa o to, že najprioritnejšie potreby sú splnené.
Je taktiež tímovov procesnou autoritou. Je oprávnený zaistiť, že Scrum tím sa zaväzuje
a dodržiava hodnoty, princípy a praktiky metodiky Scrum zároveň so špecifickým prístu-
pom tímu. Neustále pomáha tímu zlepšit tento proces za účelom maximalizácie doručenej
obchodnej hodnoty. Avšak Scrum majster nevyhadzuje ani nenaberá ľudí, ani nenariaďuje
tímu, ktoré úlohy a ako ich má plniť. Nie je taktiež zodpovedný za to, že práca bude do-
končená, ale pomáha tímu dosiahnuť tento cieľ.
Scrum majster pôsobí taktiež ako interferenčná bariéra (štít). Chráni vývojový tím od
rušivých vonkajších vplyvov, aby sa mohol sústrediť na doručovanie obchodnej hodnoty
v každom sprinte. Rušivými vonkajšími vplyvmi môže byť požiadavka manažérov na prera-
denie niektorého z členov tímu, požiadavky na tím od iného tímu a pod. V takomto prípade
zasiahne a odtieni tím od týchto požiadaviek.
Scrum majster zodpovedá aj za odstraňovanie zábran, ktoré opvlyvňujú produktivitu
tímu (keď ich členovia tímu nedokážu rozumne odstrániť sami). Môže sa jednať napríklad
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o zrýchlenie kompilácie programového kódu použitím SSD4, alebo výpočetného výkonu
niektorého z Cloud riešení na trhu a podobne.
V neposlednom rade sa snaží byť Scrum majster činiteľom zmeny v organizácií. Zmena
metodiky riadenia na Scrum môže byť pre niektoré organizácie veľkým a obtiažnym krokom
a tak sa Scrum majster snaží ozrejmiť dôvody zmeny, jej dosah a celkové výhody, ktoré
táto zmena môže organizácií priniesť. Taktiež zaisťuje, že efektívna zmena sa odohráva na
všetkých úrovniach organizácie, čo zaručuje nielen krátkodobé úspechy, ale taktiež dlhodobé
benefity využívania Scrum.
Obr. 2.4: Hlavné povinnosti Scrum majstra.
Vývojový tím
Medzi charakteristické vlastnosti vývojového tímu patrí:
∙ Členovia tímu sa samoorganizujú za cieľom najlepšieho dosiahnutia cieľov šprintu.
∙ Členovia tímu by mali byť rozdielny z pohľadu zamerania a znalostí z jednotlivých
oblastí vývoja software. Mali by byť schopní skombinovať svoje schopnosti tak, aby
boli schopní na konci sprintu doručiť požadované hodnoty. Jednotlivý členovia by mali
mať rozsiahle znalosti v oblasti ich zamerania, ale mali by byť tiež do určitej miery
schopní v pripade potreby zastúpiť ostatných členov tímu.
∙ Vysoká miera komunikácie medzi členami tímu a taktiež s vlatníkom produktu a
Scrum majstrom. Komunikácia by mala transparentná, aby medzi členami tímu ne-
vznikala nedôvera a nedochádzalo k nepríjemným prekvapeniam pri konci sprintu.
∙ Členovia tímu sú sústredení a zameraní na ciele tímu.
∙ Pracuje v dlhodobo udržateľnom tempe.
Scrum preferuje malé tímy. Odporúčaná veľkosť tímu je päť až deveť ľudí. Toto trdenie
je podložené niekoľkými výskumami ([18], [13]). Treba však dávať pozor aj na príliš malý
tím. Za príliš malý tím môžeme považovať taký, ktorý nemá dostatočné ľudské prostriedky
na dokončenie práce, alebo efektívne fungovanie. Pri problémoch, pri ktorých by bol od-
porúčaný počet ľudí príliš malý Scrum preferuje ich rozdelenie do niekoľkých tímov a ich
4Solid-state drive
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následnú koordináciu. Táto metodika je teda použiteľná aj v prípade projektov vyžadujúcich
väčší počet ľudí.
Obr. 2.5: Hlavné povinnosti vývojového tímu.
Popis pojmov a činností uvedených na obrázku 2.5 bude prebraný v nasledujúcich pod-
kapitolách.
2.5.4 Ceremonies a artefakty v Scrum
Z vízie vlastníka produktu o výslednej podobe produktu vznikajú pri procese nazvanom
aktualizácia produktového katalógu (grooming) dielčie úlohy, ktoré sú sústredené v pri-
oritnom zozname nazvanom produktový katalóg. Sprint začína plánovaním sprintu, zahŕňa
vykonávanie sprintu a končí jeho revíziou (zhodnotením) a retrospektívou. Počet položiek
produktového katalógu býva typicky väčší, ako dokáže tím dokončiť počas sprintu a preto
na začiatku každého sprintu prebieha jeho plánovanie. V tomto procese si tím určí pod-
množinu položiek, ktoré verí, že dokončí počas nasledujúceho sprintu. Exekúciou sprintu
rozumieme prácu na položkách z katalógu sprintu a taktiež aktivitu nazvanú denný Scrum.
Podrobnejšie sú tieto aktivity a artefakty popísané v nasledujúcich podkapitolách.
Produktový katalóg
Používaním Scrumu vždy vykonávame najdôležitejšiu prácu ako prvú. Vlastník produktu
je na základe informácií získaných od Scrum tímu a obchodných partnerov zodpovedný
za usporiadanie tejto práce (úloh) do zoznamu s prioritami, ktorý sa nazýva produktový
katalóg (Product backlog). Pri začatí nového vývoja produktový katalóg obsahuje úlohy
potrebné na splnenie súčasnej vízie vlastníka produktu, pri pokračovaní vo vývoji do neho
pribudnú defekty, ktoré treba opraviť, požiadavky na novú funkcionalitu, zmeny súčasnej
funkcionality a pod.
Poradie položiek (úloha, modul, funkcia, požiadavka) v produktovom katalógu vychá-
dza zo znalostí vlatníka produktu o prínose daných prvkov, ktorý vyplýva z faktorov ako
hodnota, cena, riziko, znalosti o probléme a iných. A teda najprínosnejšie (najprioritnejšie)
položky by sa mali nachádzať na vrchole produktového katalógu a najmenej prínosné na-
opak na jeho dne. Spravovanie produktového katalógu sa označuje grooming a ide o časovo
neohraničený proces - produktový katalóg sa neustále vyvíja.
Pre správne usporiadanie položiek potrebujeme vedieť uch veľkosť. Tá sa rovná cene,
ktorá je pre vlastníka produktu dôležitá k odhadnutiu priority daných položiek. Scrum
neurčuje akú jednotku veľkosti použiť, v praxi sa používajú relatívne jednotky ako „ohod-
notenie scenára“ story points, alebo „ideálne dni“ ideal days. Výhodou tohoto prístupu je,
že nepotrebujeme (častokrát zložito) určovať absolútnu veľkosť danej položky, ale veľkosť
položky je relatívna vzhľadom k ostatným položkám.
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Sprint
Sprint je časový úsek, na konci ktorého by mal zákazník, alebo používateľ získať reálny
výsledok (prírastok). Jedná sa o časovo ohraničený úsek s pevným začiatkom a koncom a
obecne by mal mať rovnakú dĺžku ako ostatné (v rámci jedného tímu). Nový sprint začína
okamžite po ukončení predchádzajúceho.
Presné časové ohraničenie má niekoľko výhod:
∙ Pomáha obmedziť počet rozpracovaných úloh tým, že tím by si na sprint mal naplá-
novať len toľko úloh, koľko predpokladá, že zvládne dokončiť.
∙ Núti nás prioritizovať a vykonať najdôležitejšiu prácu.
∙ Kedže kladieme dôraz na dokončenie naplánovaných úloh a ich validáciu v rámci
sprintu, tak relatívny progres je lahšie viditeľný, ako u niektorých iných metodík.
∙ Pomáha nám vyhýbať sa perfekcionizmu. Časové ohraničenie zaručuje, že nestrávime
plnením nejakej úlohy príliš veľa času, najmä keď dokonalé splenie úlohy nemusí
priniesť žiadnu hodnotu navyše (napr. zákazníkovi nezáleží na dokonalej vizuálnej
stránky nejakej komponenty).
∙ Známy dátum ukončenia sprintu motivuje členov tímu dokončovať úlohy do tohoto
dátumu.
∙ Predikovanie dokončenej práce v ďalšom (krátkom) sprinte býva jednoduchšie ako pre
dlhé, časovo neohraničené úseky.
Podľa metodiky Scrum by dĺžka sprintu nemala presiahnuť mesiac, v praxi sa často
používa dĺžka od dvoch týždňov po mesiac.
Krátke trvanie sprintov prináša tieto výhody:
∙ Jednoduchšie plánovanie ako na dlhý časový úsek.
∙ Rýchla spätná väzba.
∙ Pri správnom určení priorít jednotlivých úloh je možné v krátkom časovom úseku
začať produkovať zisk z už dokončených, dôležitých častí.
∙ Ohraničenie chyby - ak napríklad zistíme, že (všetky) naplánované položky sprintu sú
pre naše podnikanie už nerelevantné (zmena trhu, zákonov a pod.), tak stratíme len
krátky časový úsek.
∙ Zanietenosť členov tímu býva ľahšie udržateľná v krátkych, ohraničených úsekoch, ako
v jednom dlhom.
∙ Vačšie množstvo kontrolných bodov ako u sekvenčného prístupu (vodopádový model)
riadenia projektu.
V priebehu každého sprintu sa vykonávajú nasledujúce udalosti v uvedenom poradí,







Obr. 2.6: Udalosti sprintu a artefakty metodiky Scrum.
Katalóg sprintu
Katalóg sprintu je zoznam položiek prevzatých do sprintu z produktového katalógu. Sú
zoradené podľa priorít z produktového katalógu a ohodnotené napr. už spomínanými ohod-
noteniami scenára. Vzniká pri plánovaní sprintu, ktoré bude popísané ďalej v texte. V prie-
behu sprintu sa neustále obnovuje a tímu pomáha k lepšiemu plánovaniu a organizovaniu
práce, ktorá má byť vykonaná do skončenia sprintu.
Kapacita tímu
Kapacita vyjadruje množstvo práce, ktoré tím dokončí v každom sprinte. Výsledok získame
súčtom ohodnotení (veľkostí) jednotlivých dokončených položiek v rámci jedného sprintu.
Nemeriame teda výsledok (hodotu toho, čo bolo doručené), ale výstup (veľkosť toho, čo bolo
doručené). Rozpracované položky do výsledku nezahŕňame, pretože vlastníkovi produktu
neprinášajú žiadnu reálnu hodnotu.
Kapacita je dôležitým údajom využívaným pri plánovaní sprintu a taktiež je doležitou
metrikou k diagnostickým účelom. Jej veľké kolísanie môže značiť napr. problémy tímu
s plánovaním, pri výraznom náraste, ktorý je dosiahnutý presčasmi členov tímu je možné
predpokladať jej následný pokles v ďalšom sprinte. Táto metrika neslúži k ohodnoteniu
výkonnosti tímu a takéto jej ponímanie typicky nevedie k žiadnemu zlepšeniu tímu, ba
naopak môže viesť k zlým praktikám - napr. k inflácii bodov ohodnotenia5. Taktiež je
5Umelé navyšovanie ohodnotenia položiek za účelom dosiahnutie vyššej kapacity tímu.
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bezpredmetné porovnávať kapacity tímov navzájom, kedže môžu mať úplne odlišný systém
ohodnocovania veľkosti položiek.
Plánovanie sprintu
Cieľom plánovania sprintu je určiť podmnožinu najdôležitejších položiek z produktového
katalógu, ktorý sa vývojový tím pokúsi dokončiť v rámci nasledujúceho sprintu. Tejto akti-
vity sa zúčastňuje celý tím - Scrum majster, produktový vlastník aj vývojový tím. V tejto
fázi sa vývojový tím dohodne s vlastníkom produktu na cieloch sprintu, Scrum master tu
zastáva úlohu moderátora, stará sa o plynulý chod a rieši prípadné konflikty medzi zú-
častnenými. Výsledkom je zoznam položiek v katalógu sprintu, ktoré často tím rozdelí na
menšie podúlohy, u ktorých sa ľahšie určuje časová náročnosť. Tým je možné dosiahnuť
(lepšie naplánovať) udržateľný vývoj a dokončenie plánovaných položiek v určenom čase.
Odhady náročnosti daných položiek sa zvyčajne určujú v ideálnych ďnoch, alebo ohod-
noteniach scenára. Jednou z možností, ako tím ohodnotí položky, je plánovací poker a
následne sa do sprintu dostanú položky, ktorých súčet odhadou náročnosti je menší, alebo
rovný kapacite tímu.
Dĺžka trvania plánovania sprintu sa typicky odvíja od dĺžky samotného sprintu (skúse-
nosti tímových členom s plánovaním, zložitosti úloh a pod.) a nemala by presiahnuť 8 hodín
u mesačného, resp. 4 hodiny u 2 týždňového sprintu. Obecne sa snažíme plánovať čo najk-
ratšiu dobu, ale nie na úkor zlého rozboru položiek, ktorý by nás mohol stáť nedokončenie
naplánovaných vecí v určenom čase.
Obr. 2.7: Plánovanie sprintu.
Ohodnotenie scenára
Jedna z techník určovania veľkosti položiek z produktového katalógu je plánovací poker
(z anglického výrazu Planning poker). Prvýkrát bola popísaná Jamesom Grenningom [11].




Cieľom ohodnotenia je získať konzistentné hodnoty, ktoré nemusia byť úplne presné, prefe-
ruje sa stupnica s väčšou hustotou čísiel v nižšom rozsahu a vice versa.
Často používanými stupnicami sú:
∙ Upravená Fibonacciho postupnosť: 1, 2, 3, 5, 8, 13, 20, 40 a 100.
∙ Stupnica založená na mocninách čísla 2: 1, 2, 4, 8, 16, 32, 64,....
∙ Stupnica vychádzajúca z veľkosti oblečenia: XS, S, M, L, XL.
Každý člen vývojového tímu má sadu plánovacích pokrových kariet s hodnotami po-
písanými vyššie a typicky niekoľkými špeciálnymi kartami. Napr. karta s hodnotou 0 vy-
jadrujúca už hotovú položku (o ktorej vlastník produktu nevedel), karta s hodnotou ∞
vyjadrujúcou to, že položka je tak veľká, že ju nemá zmysel číselne ohodnotiť. Balíček môže
obsahovať aj špeciálnu kartu (znak 𝜋, obrázok kávy a iné), ktorá nemá význam z pohľadu
ohodnotenia položiek, ale vyjadruje, že daný člen potrebuje pauzu a plánovanie sa na chvíľu
preruší. Takáto karta býva nemenej dôležitá, krátka pauza môže znamenať veľký rozdiel -
zodpovedné ohodnotenie položiek, oproti snaženiu sa rýchlo plánovanie dokončiť na úkor
korektnosti ohodnotenia.
Plánovací poker začína vlastník produktu opisom a priblížením položiek z produktového
katalógu. Následne vyberie jednu z položiek, ktorá má byť ohodnotená a prečíta jej popis.
Vývojový tím diskutuje o položke navzájom a s produktovým vlastníkom, pokým nedospejú
k názoru, že každý má potrebné detaily na jej ohodnotenie. Následne každý, kto odhaduje
súkromne zvolí kartu reprezentujúcu jeho odhad. Po tom ako takto urobia všetci sa karty
verejne odkryjú a ak nastane bodová zhoda, tak sa daná položka ohodnotí týmto číslo. Pri
rozdielnych hodnotách sa typicky začína nová diskusia, po ktorej nasleduje ďalšie hlasovanie.
V praxi sa často aplikujú isté dodatočné pravidlá, ktoré skracujú čas napr. plánovacieho
pokru. Napríklad hlasovanie sa neopakuje viac ako 3krát, ak ani po treťom hlasovaní nedo-
siahnu hlasujúci zhodu, berie sa najvyššie bodové ohodnotenie. Taktiež ak sú na stole karty
so susedným bodovým hodnotením, za veľkosť sa určí vyššie bodové hoodnotenie.
Úlohou Scrum majstra je tento proces čo najviac urýchliť a zefektívniť. Celý priebeh
môže moderovať a tým predísť zbytočným pauzám, sleduje správanie sa jednotlivých účast-
níkov a v prípade spozorovania napr. pochýb sa snaží zistiť z čoho vyplývajú a vyriešiť ich.
Taktiež sa snaží minimalizovať akékoľvek konflikty medzi zúčastnenými.
Vykonávanie sprintu
Po tom, ako tím dokončí plánovanie sprintu a dohodne sa na obsahu katalógu sprintu pre
nasledujúci sprint, začína fáza vykonávania sprintu. V tejto fázi vývojový s pomocou ve-
denia Scrum majstra vykonáva naplánované úlohy (položky). Cieľom je vykonať všetky
potrebné časti na dosiahnutie stavu „hotovo“ u všetkých položiek. „Hotovo“ v tomto prí-
pade znamená, že mamé vysoký stupeň istoty, že všetko potrebné na dosiahnutie dobrej
kvality výsledku, bolo urobené. To ako by mal takýto výsledok vyzerať vyplýva z dohody
Scrum tímu pred začatím vykonávania sprintu. Z pohľadu Scrum metodológie by malo ísť
o potenciálne vydateľný produkt (prírastok).
Poradie vykonávania a rozdelenie dielčích úloh vo vývojovom tíme je plne v ich réžií.
Predpokladom k tomuto prístupu je to, že členovia vývojového tímu sami vedia o svojich
kvalitách, slabinách, prípadne preferujú určitú metodiku rozdelovania a teda dokážu si danú
prácu rozdeliť optimálne za cieľom dosiahnutia cieľov sprintu.
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Obr. 2.8: Vykonávanie sprintu.
Denný Scrum
Časovo ohraničenú aktivitu s denným opakovaním s cieľom zistenia a prispôsobenia sa
aktuálnemu stavu vývoja nazývame denný scrum (z angl. daily scrum). Zúčastňujú sa jej
členovia vývojového tímu a Scrum majster (vlastník produktu z pohľadu Scrum metodiky
nemusí byť prítomný) a ideálne by sa mala konať v rovnaký čas dňa. Často býva označovaná
aj ako denný „stand-up“, lebo je typické, že sa počas jej trvania stojí. Dĺžka by typicky
nemala presiahnuť 15 minút.
Častým prístupom realizácie denného scrumu je jeho „moderovanie“ Scrum majstrom
a postupné zodpovedanie otázok každým členom vývojového tímu s cieľom oboznámenia
ostatných o aktuálnom stave. Tri často používané otázky:
∙ Čo som úspešne urobil od minulého denného scrumu?
∙ Čo mám v pláne urobiť do ďalšieho denného scrumu?
∙ Aké úskalia, prekážky, mi bránia v napredovaní?
Zodpovedaním týchto troch otázok získajú všetci širší prehľad o tom, čo sa deje, ako
tím napreduje smerom k cieľom sprintu a aké prekážky stoja v ceste za týmito cieľami.
Denný scrum avšak nie je aktivitou určenou na riešenie problémov, ani tradičnou schô-
dzou zaoberajúcou sa stavom práce (zvolávaná projektovými manažérmi). Riešenie mnohých
problémov nie je závislé na všetkých členoch vývojového tímu, ani na Scrum majsterovi,
takže by bolo zbytočné ich riešiť na dennom scrume. Tieto problémy môže tím objaviť
v rámci denného scrumu, ale správnejšie je ich riešiť mimo neho s členmi, ktorých sa daný
problém dotýka/vedia pomôcť s jeho riešením.
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Obr. 2.9: Denný Scrum.
Revízia sprintu
Predposlednou aktivitou v rámci sprintu je jeho revízia. Cieľom tejto aktivity je preskúma-
nie a prispôsobenie produktu, ktorý je vytváraný. Zúčastňujú sa jej Scrum tím, obchodní
partneri, sponzori, zákazníci a členovia iných tímov, ktorí sa zaujímajú o výsledok daného
tímu v aktuálnom sprinte. Rozhovor je zameraný na posúdenie práve dokončených položiek
v kontexte celkového úsilia (smerovania vývoja).
Úspešná revízia má obojsmerný informačný tok. Ľudia mimo Scrum tímu získajú prehľad
o aktuálnom stave vývoja a môžu ovplyvniť jeho smerovanie. A zároveň s tým členovia
Scrum tímu získajú hlbšie pochopenie obchodnej a marketingovej stránky ich produktu,
z čoho môže vyplývať napríklad lepšie pochopenie cieľovej skupiny a z toho vyplývajúce
zlepšenie produktu.
Obr. 2.10: Revízia sprintu.
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Retrospektíva sprintu
Poslednou aktivitou sprintu je retrospektíva sprintu. Jedná sa podobne ako u revízie o ak-
tivitu zameranú na preskúmanie a adaptáciu, v tomto prípade, procesu. Zúčastňujú sa jej
všetci členovia Scrum tímu a ich úlohou je prediskutovať, čo v tíme nefunguje z pohľadu
metodiky Scrum a pridružených praktík. Zameranie by malo byť na neustále zlepšovanie
fungovania tímu. Výsledkom tejto časti je zoznam procesných vylepšení, ktoré sa tím pokúsi
aplikovať v nasledujúcom sprinte.
Obr. 2.11: Retrospektíva sprintu.
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Kapitola 3
Nástroje na podporu agilného
vývoja
Nasledújúca kapitola slúži ako obecný prehľad existujúcih nástrojov na podporu agilného
vývoja na trhu. Podrobnejšie v nej budú popísané nástroje JIRA a Confluence, ktoré sú
využívané v spoločnosti Kentico.
3.1 Najpoužívanejšie nástroje
Na trhu sa nachádza veľké množstvo nástrojov od veľkých firiem až po open source al-
ternatívy na podporu agilného vývoja. Zoznam agilných nástrojov z obrázka 3.1 výchádza





















Obr. 3.1: Používanosť nástrojov na agilný vývoj, zdroj: [4].
Okrem už spomínaných nástrojov JIRA a Confluence od spoločnosti Atlassian si pred-
stavíme k nim alternatívne nástroje (s najvyšším podieľom na trhu) primárne určené na
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agilný vývoj - Rally a Mingle.
3.2 Rally
Spoločnosť Rally Software Development Corp. (v máji roku 2015 bola odkúpená spoločnos-
ťou CA Technologies) je jedným z globálnych dodávateľov podnikového software a služieb,
ktoré napomáhajú k aplikácií agílnosti. Spoločnosť taktiež ponúka konzultačné a tréningové
služby na aplikovanie Agile a Lean1 prístupov s cieľom pomôcť organizáciám s inovovaním,
adaptáciou a doručovaním.
Rally pracuje s rôznymi odvetviami a ponúka svoje riešenie vo forme SaaS2 platformy.
Unlimited edícia ich produktu je cloudové riešenie (možnosť taktiež lokálneho hosto-
vania) a zahŕňa aj ďalšie pomocné nástroje na tímovú spoluprácu, analytické, integračné
nástroje a iné.
Obr. 3.2: Nástroj Agile Project Management od spoločnosti Rally, zdroj: [14].
Nástroj poskytuje prednastavené procesy pre agilný vývoj s veľmi malou možnosťou
konfigurácie. Toto môže byť výhodou pre spoločnosti začínajúce s aplikovaním agilného
vývoja, ale prekážkou pre niekoho, kto hľadá nástroj, ktorý si dokáže prispôsobiť svojim
potrebám.
1Lean software development je iteratívna agilná metodika pôvodne vytvorená Mary a Tomom Poppediec-
kými.
2Software as a service - hostovanie aplikácie je zabezpečené jej dodávateľom a sprostredkované zákazníkovi
po sieti, typicky internetom.
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3.3 Mingle
Tento nástroj je vyvíjaný spoločnosťou ThoughtWorks, ktorá bola založená v roku 1993.
Jedná sa o webový nástroj ponúkaný ako SaaS riešenie, prípadne s možnosťou lokálneho
hostovania. Software okrem nástrojov na podporu metodík agilného vývoja ponúka rozšírené
možnosti sledovania procesov, vytváranie wiki stránok, vytváranie reportov a iné.
Nástroj v sebe nemá zahrnutú správu revízií kódu, ale ponúka integráciu s Gitom a
Githubom. Kladie dôraz na použitie Kanban nástenky na zdielanie priebehu sprintu. Je
taktiež možné upraviť si šablóny podľa individuálnych potrieb, a teda je vhodný pre spo-
ločnosti, ktoré už agilný vývoj využívajú a hľadajú riešenie, ktoré si môžu prispôsobiť svojim
potrebám.
Obr. 3.3: Kanban nástenka od spoločnosti Mingle, zdroj: [22].
3.4 JIRA Software
JIRA patrí medzi jeden z najobľúbenejších nástrojov na dnešnom trhu. Bola vyvíjaná ako
prvý produkt spoločnosti Atlassian, ktorú založili v roku 2002 Scott Fraquhar a Mike
Cannon-Brookes v Austrálii. Z malej firmy s jedným produktom odvtedy vyrástla spoloč-
nosť zamestnávajúca viac ako 1400 zamestnancov a ponúkajúca veľké portfólio produktov
na riadenie, sledovanie chýb, kolaboráciu a iné aktivity súvisiaci s projektovým riadením.
JIRA Software je nástroj na projektové riadenie pre agilné tímy. Zahŕňa v sebe Scrum,
Kanban nástenky, agilné reportovanie, plánovanie portfólia, trakovanie problémov a iné.
Najnovšou vydanou verziou je JIRA 7.0.
Veľkou výhodou tohoto produktu je veľké množtvo prídavkov rozširujúcich funkcionalitu
nachádzajúcich sa v Atlassian Marketplace a možnosť vytvárania vlastných.
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Obr. 3.4: Vzhľad produktového katalógu a katalógu sprintu v JIRA Software, zdroj: [2].
3.5 Confluence
Confluence je wiki software určený na podnikovú spoluprácu od spoločnosti Atlassian.
Slúži ako centrálne úložisko poznámok zo schôdzok, produktových požiadavok, odkazov
na rôzne materiály, článkov a pod. Ponúka možnosť organizovania materiálov podľa po-
žadovaných parametrov (napr. oddelenie, programovací jazyk). Veľkou výhodou takéhoto
riešenia je dostupnosť dokumentov na jednom mieste s možnosťou komentovania - pomocou
inline alebo pinned komentárov.
Výhodné je spojenie vyššie spomínaného nástroja JIRA Software s Confluence zobrazené
na obrázku 3.5, umožňujúce oddelenie a prehľadné uloženie dát týkajúcich sa napr. viacerých
chýb uvedených v JIRA, grafov pre možnosť historického porovnávania a pod.
Obr. 3.5: Confluence + JIRA Software, zdroj: [3].
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Kapitola 4
Analýza procesov v spoločnosti
Spoločnosť Kentico Software založil v roku 2004 Petr Palas. Od jedného zamestnanca sa
spoločnosť behom 11 rokov rozrástla na firmu s medzinárodným dosahom a 150 zamestan-
cami sídliacimi v troch častiach sveta - Severná Amerika, EMEA a Asia Pacific.
V súčastnosti ponúka 3 produkty: systém pre správu obsahu (CMS), elektronické ob-
chodovanie (E-commerce) a platformu na online marketing (Online Marketing platform).
Nasledujúca kapitola sa zaoberá analýzou sledovaných procesov pri vývoji software
v spoločnosti a zameriava sa najmä na oblasti, ktorých automatizácia je cieľom diplomovej
práce.
4.1 Popis riadenia vývoja v spoločnosti
Agilný vývoj software vychádza z metodiky Scrum popisovanej v sekcii 2.5. Tímy dodr-
žiavajú jej základné koncepty, konkrétna implementácia spoločnosťou je stručne popísaná
v nasledujúcich bodoch:
∙ sprinty trvajú 2 týždne, s výnimkou jedného tímu u ktorého sprint trvá 7 dní,1
∙ všetky sprinty sa kvôli lepšej synchronizácií začínajú v rovnaký týždeň,
∙ vydanie major2 verzie produktu je realizované v ročnom intervale,
∙ tímy sú z podstaty fungovania metódy Scrum samoorganizujúce a teda časy denných
Scrum, dĺžka retrospektívy, rozdelenie práce v tíme a taktiež forma plánovania práce
sú rozdielne a plne v réžií daných tímov,
∙ plánovanie a rozdeľovanie úloh v spoločnosti je riadené metodikou Scrum, ktorá je
striktne dodržiavaná v kombinácií s niektorými praktikami z Kanban, XP a Lean.
4.2 Sledované metriky a informácie
Sledované metriky sa týkajú aktuálneho, prípadne historického pohľadu na stav jednotli-
vých projektov, výkonnosť tímov, stav plánovania ďalších sprintov, čas strávený údržbou,
prehľadom chýb a defektov v projektoch a iných.
1Jedná sa o tím spravujúci webovú prezentáciu firmy (www.kentico.com), u ktorého je potrebná rýchla
reakcia na zmeny trhu a požiadavky.
2Kentico používa dvojstupňové označenie verzií - major.minor (napr. 4.0), zvýšenie major verzie znamená
podstatný „skok“ vo funkcionalite.
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4.2.1 Chyby a defekty (obecný pohľad)
Táto metrika vyjadruje počet a stupeň závažnosti neuzavretých chýb a defektov v projek-
toch.
Jednou z dôležitých metrík je počet a závažnosť chýb (bugs) a defektov v projekte.





(v) Nenastavená (not set).
Počet a závažnosť chýb, vypovedá o aktuálnom „zdraví“ projektu a odhadovaný čas
potrebný na ich odstránenie (a následné testovanie, integráciu a pod.) musí byť braný do
úvahy v rámci ďalšieho plánovania plnenia projektových úloh. Metodika Scrum uprednost-
ňuje menší počet dokončených úloh, pred väčším množstvom rozpracovaných. Teda vývo-
jový tím by sa pri vysokej chybovosti v rozpracovaných úlohách nemal púšťať do nových.
Metrika má zmysel taktiež pri pohľade do budúcnosti, kedy vysoký počet chýb v aktuálnom
sprinte môže znamenať, že v ďalšom budú objavené ďalšie (napr. veľké zmeny architektúry
- nemusíme odhaliť všetky chyby hneď).
Vysoký počet chýb v projekte môže tiež znamenať nesprávne programátorské postupy,
zlú architektúru aplikácie, nedostatočné pokrytie testami apod. a teda podnietiť k výraz-
ným zmenám vývojového postupu.
Súčasné zobrazenie metriky: Metrika je zobrazovaná v nástroji JIRA tabuľkou, prípadne
koláčovým grafom (v paneloch jednotlivých projektov).
4.2.2 Štatistika chýb a defektov
Metrika sa týka času stráveného na riešení chýb a defektov danej kategórie patriace pod
jeden z vývojových tímov.
Od 10. verzie produktu všetky položky produktového katalógu, resp. katalógu sprintu
obsahujú pole určujúce náležitosť položky k tímu a určitej kategórií. Je zložené z dvoch
častí oddelených pomlčkou, s tvarom Názov tímu - Kategória. Napr. Alfa - Optimalizácia
rýchlosti načítania UI.
Z týchto údajov je možné agregáciou3 podľa názvu tímu a následnou agregáciou kategó-
rií získať štatistiku o tom, koľko dané tímy strávili času pri riešení určitého počtu položiek
danej kategórie.
Súčasné zobrazenie metriky: V JIRA je možné si vyfiltrovať požadované položky podľa
vyššie uvedených kritérií a zobraziť časy potrebné na ich riešenie. Dotazy a rozdelenie napr.
pre celé oddelenie (zahrňujúce niekoľko projektov, resp. tímov) môže byť značne zložité a
nie veľmi prehľadné.
3Zoskupením, operácia group by.
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4.2.3 Predpovedané/Doručené
Metrika zobrazuje úspešnosť tímu z pohľadu predpovedania svojej výkonnosti a následného
splnenia tejto predpovede.
Táto metrika je veľmi užitočná pri predikciách. Vlastník produktu ju môže využit na
zistenie toho, ako rýchlo by mal vývojový tím stíhať dokončovať položky v produktovom
katalógu, pretože metrika sleduje predpovedanú/doručenú prácu niekoľko iterácií - čím viac
iterácií, tým presnejšia bude predikcia.
Dôležité je sledovanie toho, ako sa tento údaj tímu vyvíja v čase. U nového tímu, môže
výrazne kolísať, pokým sa jeho členovia adekvátne „nezohrajú“ a nezlepšia svoje predikcie
(schopnosti plánovania). Sledovanie tejto metriky nám dáva spätnú väzbu a potvrdenie či
sa zmena aplikovaná počas sprintu odrazila na výkonnosti, úspešnosti tímu v doručovaní
hodnôt. Výrazný pokles u tímu so stabilnou kapacitou je typicky znakom, že istá časť vývo-
jového procesu tímu sa stala neefektívnou a mala by sa prehodnotiť na retrospektíve sprintu.
Súčasné zobrazenie metriky: Táto metrika tímu je zobrazovaná klesajúcim grafom (burn-
down chart) v nástroji JIRA, v ktorom je počiatočná hodnota rovná súčtu ohodnotení
položiek v katalógu sprintu a pri ich dokončení klesá až na nulu.
4.2.4 Údržba
Údržba (z anglického „Maintenance“) vyjadruje čas strávený údržbou systému.
Táto metrika sa týka času, ktorý tím strávil počas daného sprintu riešením chýb a
defektov, ktoré neboli súčasťou plánu tohoto sprintu. Jedná sa teda o údržbu systému, do
ktorej patria chyby a defekty nahlásené používateľmi (zákazníkmi) software spoločnosti.
Tieto položky majú typicky väčšiu prioritu ako položky z katalógu sprintu.
Výsledok tejto metriky je dôležitý z pohľadu plánovania sprintov a slúži aj ako prípadné
vysvetlenie nízkej úspešnosti dokončenia položiek v danom sprinte. Ak tím strávil priveľa
času na opravách neočakávaných chýb a defektov, tak mu pravdepodobne nezostal dosta-
tok času na riešenie položiek z katalógu sprintu, ktoré sa presunú spať do produktového
katalógu.
Ak je celkový čas strávený údržbou opakovane vysoký (relatívny údaj, idividuálny pre
každý tím), môže aj tento údaj pomôcť odhaliť problémy napr. v architektúre aplikácie,
ktorý neumožnuje pridávanie ďalšej funkcionality bez vysokého rizika vzniku chýb v už
otestovaných častiach aplikácie.
Súčasné zobrazenie metriky: Táto metrika nie je momentálne v nástroji JIRA nijako vi-
zualizovaná, je ale možné vyfiltrovať chyby a defekty zodpovedajúce tejto metrike pomocou
JQL dotazu. Kedže nás zaujímajú položky konkrétneho tímu v danom sprinte, tak JQL
dotaz obsahuje názov tohoto tímu a položky sú filtrované na základe dátumu začiatku a
konca sprintu. Pre zistenie štatistík údržby v priebehu celej verzie vývoja (niekoľko me-
siacov) u viacerých tímov je teda potrebné vytvoriť desiatky dotazov (ak chceme zobraziť
neagregované dáta).
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4.2.5 Pripravenosť produktového katalógu
Pripravenosť produktového katalógu (z anglického „Backlog Readiness“) vyjadruje aktu-
álny stav produktového katalógu.
Cieľom je udržiavať produktový katalóg v pripravenom stave. To znamená, že v pro-
duktovom katalógu sa nachádza dostatočné množstvo ohodnotených položiek. Do úvahy
berieme viacero parametrov - počet ohodnotených položiek, hodnoty scenárov daných po-
ložiek v produktovom katalógu, počet sprintov, na ktoré chceme mať pripravené položky a
kapacitu tímu.
V súčastnosti sa v spoločnosti sleduje pripravenosť produktového katalógu na nasledu-
júce 3 sprinty (v prípade ukončeného súčasného sprintu), resp. na 2 nasledujúce a súčasný
sprint. Požadovaným stavom teda je, ak sa v produktovom katalógu nachádzajú položky,
ktorých súčet ohodnotení scenára je rovný 3𝑋 kapacity tímu.
Pozornosť sa taktiež kladie aj na počet neohodnotených položiek. Položky z podstaty
produktového katalógu zahŕňame zhora nadol (od najprioritnejších) a môžeme použiť rôzne
tolerancie položiek, ktoré nie sú ohodnotené - v najstriktnejšom prípade pri narazení na
takúto položku už žiadne ďalšie neberieme do úvahy a naopak môžeme tieto položky jedno-
ducho preskakovať. V prvom spomínanom prípade docielime stavu, kedy bude musieť byť
potrebné množstvo za sebou idúcich položiek ohodnotených, inak nebude metrika splnená
- v produktovom katalógu nebudú na vrchole neohodnotené položky a tak budeme mať
lepšiu predstavu o náročnosti práce na nadchádzajúce sprinty.
Súčasné zobrazenie metriky: Scrum majstri po prejdení backlogu a aplikovaní daného
prístupu ohodnocovania (rôznej tolerancie neohodnotených položiek) zapíšu do tabuľky
v Confluence k príslušnému sprintu a tímu hodnotu 𝑥/3, kde 𝑥 predstavuje počet sprintov,
na ktoré sú položky pripravené.
Team Sprint 1 (1.1.) Sprint 2 (15.1)
Alfa 1/3 3/3
Beta 2/3 2/3
Tabuľka 4.1: Pripravenosť produktového katalógu pre 3 nadchádzajúce sprinty.
Tabuľka 4.1 je príkladom zaznamenania údajov o pripravenosti produktových katalógov
dvoch tímov (Alfa a Beta) vzťahujúcich sa k určitým sprintom. Podfarbenie buniek tabuľky
vyjadruje splnenie (zelená), resp. nesplnenie (žltá, červená) zvolených cieľov. V tomto prí-




V nasledujúcej kapitole sú prezentované riešenia zobrazenia metrík a informácií, ktoré boli
popísané v kapitole 4.
5.1 Obecný popis riešenia
Cieľom je dané údaje zobraziť na jednom mieste (v zmysle napr. jedného webu) s rôznymi
uhlami pohľadu. Taktiež pre uľahčenie práce Scrum majstrov a lepší prehľad o niektorých
skutočnostiach má toto riešenie obsahovať čiastočné spätné prepojenie so systémom JIRA
- napr. odkaz do systému JIRA, ktorý zobrazí vyfiltrované všetky chyby, ktoré nemajú
nastavenú ich závažnosť (popis viď 4.2.1).
5.2 Hierarchické úrovne pohľadu
Výsledné zobrazenie by malo ponúkať niekoľko úrovní pohľadu na sledované metriky a in-
formácie. Konkrétne by sa malo jednať o 3 úrovne a to z pohľadu:
(i) Celej spoločnosti - pohľad „z výšky“, na tejto úrovni budú zobrazené zagregované
informácie zo všetkých podriadených úrovní. Takýto pohľad ukáže stav daných metrík pre
celú spoločnosť a teda rýchly pohľad, bez detailov, o tom ako na tom sú všetky zahrnuté
oddelenia, resp. projekty.
(ii) Oddelení - zagregované údaje z projektov spadajúcich pod konkrétne oddelenia.
(iii) Projektov - údaje týkajúce sa tímov, ktoré pracovali v niektorej zo skúmaných
iterácií v danom projekte.
5.3 Časové rozdelenie pohľadov
Výstupom tejto práce by malo byť riešenie zobrazujúce nielen aktuálne relevantné dáta
o spoločnosti, oddeleniach a projektoch, ale taktiež aj historický pohľad. Granualita bude
minimálne na úrovni major verzí produktu - teda zobrazenie údajov z aktuálnej (10.) verzie
produktu z 9. atď.
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5.4 Možné riešenia zobrazenia
5.4.1 Chyby a defekty (obecný pohľad)
Dáta by mali byť vyfiltrované podľa volenej verzie a zagregované na základe vybranej
úrovne. Na úrovni spoločnosti sa má jednať o jediné číslo zahŕňajúce chyby a defekty s tý-
mito závažnosťami: kritická, veľká a normálna. Bude teda možné na jednej stránke vidieť
celkový počet chýb a defektov so spomínanými závažnosťami.
Na úrovni oddelenia by bolo prínosné mať tieto dáta vyfiltrované a zagregované 2 spô-
sobmi. Prvý spôsob by zobrazoval dáta zagregované podľa ich príslušnosti k daným tímom,
druhý spôsob podľa ich závažnosti. Pre lepší prehľad by mal byť zobrazený aj ich celkový
počet (bez ohľadu pod aký tím patria, resp. akej závažnosti sú).
Na úrovni projektu by sa mali relevanté dáta zobrazovať agregované podľa ich závažnosti
a taktiež ich celkový počet.
5.4.2 Štatistika chýb a defektov
Relavantná na úrovni oddelenia a projektu. Dané položky budú automaticky vyfiltrované
na základe zvolenej verzie a oddelenia, resp. projektu. Následne budú dáta zagregované
podľa tímov a označení kategórií.
Výstupom má byť tabuľka obsahujúca stĺpce: kategória, názov tímu, počet položiek a čas
strávený na položkách vyjadrený v hodinách. Údaje v tabuľke budú zoradené podľa času
stráveného riešením daných položiek zostupne so špeciálnou položkou Unknown category
- neznáma kategória, ktorá vyjadruje, že dané položky nemali v systéme JIRA zadané
potrebné pole. Na uľahčenie vyhľadania týchto položiek za účelom dopísania spomínaných
údajov bude možné pomocou odkazu do JIRA si všetky tieto položky zobraziť (vyfiltrovať).
5.4.3 Predpovedané/Doručené
Táto metrika by mala byť zobrazená tabuľkou s hodnotami v percentách, prípadne (súčasne)
líniovým grafom.
Na úrovni spoločnosti sa má jednať o hodnotu získanú vyfiltrovaním dát všetkých odde-
lení, resp. tímov podľa zvolenej verzie produktu a následným spriemerovaním týchto hod-
nôt. Táto hodnota bude teda percentuálne vyjadrovať priemernú hodnotu „úspešnostnosti
doručovania“ všetkých tímov konkrétneho oddelenia.
Úroveň oddelenia by mala obsahovať tabuľku, resp. graf percentuálnych hodnôt tímov
získaných vyfiltrovaním podľa verzie produktu, projektov a následnou agregáciou podľa tí-
mov a sprintov. Tabuľka by teda mala obsahovať percentuálnu hodnotu Predpovedané/Do-
ručené tímov, ktoré sa zaoberali riešením projektu v daných sprintoch a taktiež priemernú
hodnotu tímu v danej verzii. Ak sa tím v niektorom zo sprintov nezapojil do vývoja na
projekte, tak sa neuvedie k danému sprintu žiadna hodnota a taktiež sa nezapočíta do
priemeru tímu.
Projektová úroveň zobrazenia by mala byť obdobná ako úroveň zobrazenia oddelenia,
popísaná vyššie, s rozdielom, že dáta budú vyfiltrované vzhľadom na zvolený projekt, nie
celé oddelenie.
5.4.4 Údržba
Vizuálne zobrazenie údržby bude podobné ako zobrazenie metriky Predpovedané/Doručené,
s tým rozdielom, že táto metrika sleduje čas strávený v hodinách opravovaním chýb a
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defektov, nie percentuálnu úspešnosť tímov v sprinte.
Na úrovni spoločnosti bude túto metriku reprezentovať v tabuľke každého oddelenia
jedno desatinné číslo odzrkadlujúce sumu aktuálnych časov tímov strávených údržbou.
Úroveň oddelenia bude obsahovať tabuľku a líniový graf desatinných hodnôt vyjadru-
júcich čas tímov strávených údržbou. Tabuľka bude mať rovnakú štruktúru ako tabuľka
popisovaná v časti 5.4.3, tzn. pre každý sprint bude obsahovať hodnoty údržby prislúcha-
júce konkrétnym tímom.
Projektová úroveň zobrazenia je totožná so zobrazením na úrovni oddelenia, týka sa
však len tímov patriacich pod daný projekt.
5.4.5 Pripravenosť produktového katalógu
Výstup tejto časti by mal vyzerať rovnako, ako je zobrazený v tabuľke 4.1. Takéto zobrazenie
sa má týkať úrovní oddelenia a projektu, na úrovni spoločnosti bude potenciálne uvedená
napr. najnižšia hodnota patriaca tímu z konkrétneho oddelenia.
Vylepšenie procesu spočíva v automatizácií získavania týchto údajov, oproti v súčast-
nosti používanému manuálnemu prístupu - odpovedajúci Scrum majster „ručne“ sčíta ohod-
notenia scenarov pripravených položiek v produktovom katalógu a podľa kapacity tímu určí
jeho pripravenosť. Predmetom vylepšenia má byť aj otestovanie rôznych prístupov k ne-
ohodnoteným položkám v produktovom katalógu. Výstupom potom môže byť rozdielny




Špecifikácia a návrh aplikácie
Táto kapitola sa zaoberá detailnou špecifikáciou a návrhom webovej aplikácie, ktorá je
predmetom implementačnej časti diplomovej práce. Ďalej popisuje hlavné použité techno-
lógie na jej realizáciu a obsahuje tiež schému relačnej databázy, ktorá sa využíva na uloženie
vizualizovaných dát a nastavení.
6.1 Špecifikácia požiadaviek
Na základe analýzy aktuálneho stavu získavania a vizualizácie požadovaných dát boli iden-
tifikované oblasti, ktoré je vhodné v aplikácií implementovať. Implementácia získavania
dát týkajúcich sa týchto oblastí a ich vizualizácia prehľadnou formou by mala umožniť,
najmä Scrum majstrom, členom tímu získať celkového prehľadu o aktuálnom stave vývoja
a napomôcť k rýchlemu odhaleniu problémových oblastí. Cieľom implementačnej časti bolo
taktiež čo najviac procesov automatizovať a okamžite odhaliť položky, ktoré nemajú zadané
požadované údaje (napr. závažnosť u chýb).
6.1.1 Požiadavky spoločnosti
Zo strany spoločnosti neboli kladené žiadne výrazné obmedzenia týkajúce sa výberu tech-
nológií, architektúry aplikácie, ani iné týkajúce sa detailov implementácie. Vzhľadom na
predpokladaný ďalší vývoj, rozšírenia, bolo žiadané použitie technológií používaných za-
mestnancami spoločnosti a takých knižníc, frameworkov, ktorých licencie spoločnosť vlastní,
alebo z právneho hľadiska neobmedzia používanie a vývoj tejto aplikácie.
U funkčných požiadaviek bolo požadované, aby viaceré parametre aplikácie boli na-
staviteľné priamo z grafického používateľského rozhrania. Tým budú umožnené rozšírenia
aplikácie, a jednoduchá reakcia na zmeny v systéme JIRA. Aplikácia má tiež poskytnúť
spätné mapovanie väčšiny položiek do systému JIRA. Vďaka tomu bude možné ich rýchlo
nájsť a prípadne upraviť.
Previazanie stránok jednotlivých úrovní, v smere od nadradenej k podradenej bude reali-
zované pomocou hypertextových odkazov s názvami podradených úrovní. V opačnom smere
bude možné zvoliť niektorý z nadradených stupňov momentálnej úrovne danej hierarchie
(tzn. z úrovne pohľadu projektu je možné sa priamo dostať na úroveň spoločnosti).
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6.1.2 Vizualizácia informácií
Vizualizácia informácií jednotlivých štatistík sa má odvíjať od úrovne pohľadu, typu vizu-
alizovaných dát a aktuálnom nastavení zobrazenia dát. Používateľ má na výber zobrazenie
dát tabuľkami alebo grafmi, resp. obidvomi spôsobmi súčasne.
Na najvyššej úrovni (spoločnosť) by mali byť dáta vizualizované len pomocou súhrnej
tabuľky s názvom oddelenia, ktorého sa zobrazené dáta týkajú, v záhlaví. Táto tabuľka má
poskytovať len základný prehľadový pohľad.
Na úrovni jednotlivých oddelení budú všetky dáta vizualizované tabuľkami a v prípa-
doch, u ktorých to dáva zmysel (lepšia vizuálna reprezentácia, prehľadnosť a pod.) aj grafmi.
Na tejto úrovni sú zobrazené agregované dáta zo všetkých projektov patriacich pod dané
oddelenie.
Na úrovni projektov sú dáta vizualizované podobne ako na úrovni oddelení. Patria sem
dáta týkajúce sa tímov patriacich pod konkrétny projekt.
6.1.3 Možnosti grafov a tabuliek
Grafy a tabuľky by mali byť interaktívne v prípadoch, v ktorých to povedie k zlepšeniu
prehľadnosti zobrazovanej informácie.
Spojnicové (líniové) grafy, prípadne koláčové majú podporovať zobrazenie zvolenej pod-
množiny vizualizovaných dát, čo umožní jednoduchšie porovnanie zvolených hodnôt, zvýši
prehľadnosti grafu.
Tabuľky by mali umožňovať vzostupné a zostupné radenie položiek vo viacerých stĺpcoch
zároveň. U tabuliek s predpokladaným veľkým množstvom záznamov (desiatky až stovky)
je potrebné ich vizualizovať pomocou stránkovania záznamov v tabuľke a tiež umožniť
zobraziť rôzny počet záznamov na jednu stránku.
6.1.4 Previazanie so systémom JIRA
Aplikácia má slúžiť na zobrazenie viacerých štatistík, aktuálnych údajov o vývoji a zobra-
ziť dáta agregované poďla rôznych kritérií. Aby boli viaceré tieto metriky užitočné nielen
z prehľadového hladiska, má aplikácia spätne previazať položky týkajúce sa chýb a defektov
so systémom JIRA.
Cieľom tohoto previazania je umožniť používateľovi zobraziť položky, ktoré sú nekon-
zistentné s ostatnými, nemajú zadané požadované parametre a pod. v systéme JIRA, bez
nutnosti manuálneho vytvárania JQL dotazu, ktorý vyfiltruje práve tieto položky. Táto fun-
kcionalita by mala pomôcť najmä Scrum majstrom v odhalení nekonzistencií v položkách
plánovania, chybách, defektoch a rýchlo zistiť o akú položku sa jedná a následne o tejto
skutočnosti oboznámiť vývojový tím (prípadne vlastníka produktu).
6.1.5 Autentizácia
Aplikácia bude mať obmedzený prístup, ktorý bude dosiahnutý pomocou filtrovania na
základe klientskej IP adresy. Štandardne bude zoznam povolených adries obsahovať ad-
resu lokálnej siete spoločnosti a teda umožní prístup komukoľvek pripojenému na túto sieť
priamo zo sídla, alebo cez VPN. Autentizácia jednotlivých používateľov inou formou ne-
bola v čase špecifikácie požiadaviek požadovaná, ale návrh aplikácie má byť uskutočnený
s ohľadom na jednoduchú implementáciu takéhoto rozšírenia.
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6.1.6 Nastavenia
Aplikácia je vyvíjaná s ohľadom na možné budúce zmeny štruktúry oddelení, projektov,
a tímov. Dáta sú získavané pomocou JQL1 dotazov priamo zo systému JIRA a taktiež
spätné odkazy do systému sú realizované pomocou dotazov pokročilého vyhľadávania (ad-
vanced search) tohoto systému. Je teda nutné pri zmene údajov v systéme JIRA realizovať
zodpovedajúce zmeny aj v aplikácií.
Aplikácia nemá byť závislá na vytvorených filtroch v systéme JIRA, aktuálnych názvoch
projektov, tímov, mapovaniach príslušnosti tímov k projektom a pod., ale získavať dáta
pomocou dynamicky generovaných dotazov na základe aktuálnych nastavení aplikácie.
Aplikačné nastavenia (pripojovací reťazec k DB a pod.) je žiadúce mať v jednom konfi-
guračnom súbore pre lokálny vývoj resp. v „Application settings“ (v prípade nasadenia do
Azure) webovej aplikácie.
6.2 Použité technológie
Použité technológie boli zvolené na základe viacerých kritérií. Aplikácia bola už počas
jej vývoja používaná v spoločnosti Kentico a počíta sa s jej ďalším vývojom. Dôležitým
kritériom bol teda výber technológií, ktoré sú už používané v spoločnosti Kentico, prípadne
podobných (funkcionálne podobná knižnica/framework). Ďalej sa prihliadalo na možnosti
jednotlivých nástrojov a knižníc, ich vzájomnú integráciu a licencie ich použitia. Prostredie
v ktorom má byť aplikácia nasadená bolo zvolené s ohľadom na jednoduché manuálne
možnosti nasadenia z použitého IDE, a možnosť celkovej automatizácie tohoto procesu
(build, test a release) pomocou Team Services2.
6.2.1 ASP.NET MVC
ASP.NET je framework na tvorbu webových aplikácií vyvinutý spoločnosťou Microsoft.
Tento framework implementuje rozšírený architektonický návrhový vzor model-view-controller.
Model sa priamo stará o dáta, logiku a pravidlá aplikácie. Ukladá dáta, ktoré sú vrátené
na základe príkazov z controllera a tieto dáta sú potom zobrazované vo view. View môže
byť akákoľvek reprezentácia informácie, napr. tabuľka, alebo graf. Rovnaké informácie teda
môžu byť zobrazené rôznymi pohľadmi (view). View generuje nový výstup pre používateľa
na základe zmien v modeli. Poslednou časťou je controller, ktorý slúži na spracovanie
vstupu a konverziu na inštrukcie pre model, alebo view.
Previazanie týchto častí a ich interakcia s používateľom zobrazená na obr. 6.1 repre-
zentuje riešenie použité v aplikácií. Na rozdiel od niektorých reprezentácií tohoto architek-
tonického návrhového vzoru nie je v aplikácií priame spojenie medzi modelom a view, ale
model je aktualizovaný cez akcie controlleru a taktiež view je zmenené cez odpovedajúce
akcie controlleru.
Táto architektúra umožňuje rozdelenie aplikačných úloh (vstupná logika, business lo-
gika, UI logika), čo je výhodné z pohľadu separácie funkcionality a možnosti paralelného
vývoja. Aplikácia bude implementovaná s využitím, už spomenutého frameworku, ASP.NET
MVC vo verzii 5.2.3, ktorý poskytuje množstvo nástrojov a zdrojov umožňujúcich rýchly
vývoj. Tento framework poskytuje tiež rozsiahle možnosti testovania a umožňuje apliko-
vať vývoj prístupom TDD. Všetky základné kontrakty sú v MVC frameworku založené na
1JIRA Query Language - dotazovací jazyk systému JIRA
2https://azure.microsoft.com/en-gb/services/visual-studio-team-services/
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Obr. 6.1: Architektúra MVC.
rozhraniach (interface-based) a umožňujú testovanie pomocou mockovacích objektov. Je
možné použiť akýkoľvek testovací framework, ktorý je kompatibilný s .NET Frameworkom.
6.2.2 Entity Framework
Jedná sa o open-source ORM framework umožňujúci .NET programátorom prácu s relač-
nými dátami s využitím objektov špecifických pre danú doménu. Pomáha eliminovať písanie
väčšiny nízko úrovňového kódu potrebného na komunikáciu medzi aplikáciou a databázou.
Umožňuje využívať LINQ3 dotazy a následne manipulovať so silno typovanými objektmi.
V aplikácii je použitá najnovšia stabilná verzia frameworku, verzia 6.1.3.
Pôvodný návrh aplikácie počítal so získavaním dát zo systému JIRA v réalnom čase,
existencia dátových tried použitých na uchovanie a presun týchto dát viedla k použitiu
návrhu Code First. Tento prístup umožňuje programátorovi popísať model s použitím tried
.NET frameworku (C#, VB.NET, alebo F#). Základný tvar modelu je získaný s použitím
konvencií. Konvencie sú skupinou pravidiel, ktoré sú použité na automatickú konfiguráciu
konceptuálneho modelu založeného na definícií tried, pri prístupe Code First. Ďalšia konfi-
gurácia modelu je možná pomocou dátových anotácií, alebo pomocou Fluent API.
Príklad definície entít s väzbou 1 ku N, dátových annotácií a použitia Fluent API:
public class SettingsEntities : DbContext
{
public DbSet <Settings > Settings { get; set; }
}
public abstract class EntityBase
{
// primárny kľúč
public Guid Id { get; set; }
}
3Language Integrated Query - integrovaný dotazovací jazyk .NET Frameworku
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public class Settings : EntityBase
{
[Required] // povinný parameter
[MaxLength (100)] // maximálna dĺžka reťazca 100 znakov
[Index(IsUnique = true)] // vytvorí v~DB unikátny ,
neklastrovaný index IX_Name
public string Name { get; set; }
// navigačný paramater
public virtual IList <ProjectSettings > Projects { get; set; }
}
public class ProjectSettings : EntityBase
{
public string Name { get; set; }
// navigačný paramater
public virtual Settings ParentSettings { get; set; }
// cudzí kľúč
public Guid ParentSettingsId { get; set; }
}
// príklad použitia Fluent API





// meno tabuľky , na ktoré je typ tejto entity namapovaný
ToTable("ProjectSettings");







6.2.3 JavaScript Charts v3
JavaScript Charts v3 je pokročilá grafová knižnica od spoločnosti amCharts podporujúca
rôzne typy grafov, animácií a spôsobov vykreslovania. Jedná sa o nezávislú knižnicu, ktorá
nepotrebuje žiadne komponenty tretích strán.
Na vykreslenie grafov využíva škáľovateľnú vektorovú grafiku (SVG), ktorá je podporo-
vaná všetkými modernými prehliadačmi4. Pre staršie verzie IE využíva VML technológiu
(dostupná od verzie IE6). Grafy je tiež možné použiť na mobilných zariadeniach s operač-
nými systémami iOS, Android a na Windows Phone pomocou Nuget balíčkov.
Vytváranie a spravovanie grafov je možné dvoma spôsobmi — pomocou JavaScript API,
alebo vytváraním JSON objektov so všetkými požadovanými nastaveniami a následným
parametrickým predaním do funkcie. Pri použití JSON konfigurácie je možné uložiť graf
ako reťazec znakov a v takejto podobe ho zaslať do funkcie, ktorá ho vykreslí.
4Internet Explorer od verzie 9, moderné verzie prehliadačov Firefox, Chrome, Opera a Safari
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Pri implementácií bol braný ohľad na funkčnosť v novších verziach prehliadačov, teda
je využívané vykreslovanie pomocou SVG. Vytváranie a spravovanie grafov je realizované
pomocou JSON objektov. Základné konfiguračné nastavenia grafov (typ grafu, použitá téma
a pod.) sú konštantné a dáta sú získavané buď priamo z tabuliek na stránke pomocou
JavaScriptových funkcií, alebo predspracované na serveri a predané ako textový reťazec
(platí pre „statické“ tabuľky).
6.2.4 Azure WebJobs a Azure WebJobs SDK
Azure WebJobs poskytujú možnosť jednoduchého spúšťania skriptov, alebo programov ako
procesov bežiacich na pozadí v kontexte Azure App Service5, v tejto práci týkajúce sa
Web Apps. Tieto programy (resp. skripty) sú po nahraní do webovej aplikácie spúšťané
podľa zadaného plánu (pomocou software utility Cron6, alebo s využitím Azure Schedulera),
bežiace na požiadanie, alebo v nekonečnej slučke.
Cieľom Azure WebJobs SDK je zjedodušenie kódu, ktorý je nutný napísať na vykonanie
požadovanej funkcionality, ktorú môže vykonať WebJob. Má vstavané funkcie na prácu
s Azure Storage a Service Bus, na plánovanie úloh, spracovanie chýb a ďalšie bežné scenáre.
Je navrhnuté s ohľadom na rozšíriteľnosť a teda prispôsobiteľné potrebám používateľa.
WebJobs SKD sa skladá z týchto komponent:
∙ NuGet packages. Balíčky, ktoré po pridaní do projektu typu konzolová aplikácia po-
skytujú framework, ktorý je použitý v programe dekorovaním metód atribútmi Web-
Jobs SDK.
∙ Dashboard. Časť WebJobs SDK, ktorá je zahrnutá v Azure App Service a poskytuje
monitorovanie a diagnostiku programov využívajúcich NuGet balíčky.
6.3 Schéma databázy
Z analýzy potrieb aplikácie na dočasné uchovávanie vizualizovaných dát (cachovanie) a
uloženie nastavení aplikácie vyplynuli nižšie uvedené schémy databázy.
Na obrázku 6.2 sú tabuľky uchovávajúce dáta získané a spracované zo systému JIRA.
Ústrednou tabuľkou, na ktorú sa viažu všetky ostatné týkajúce sa tejto skupiny dát, je
ProjectStatistic, ktorá obsahuje informácie o konkrétnom projekte a viaže sa na tabuľku
VersionFilter určujúcu k akej zaznamenávanej verzii sa tieto dáta viažu. Ostatné tabuľky
uchovávajú štatistiky o chybách a defektoch, sprintoch, resp. o čase vynaloženom na údržbu
počas konkrétneho sprintu.
Obrázok 6.3 zobrazuje tabuľky týkajúce sa nastavení aplikácie - dáta o ktorých projek-
toch sa majú zobrazovať a aké tímy pracujú pod daným projektom. Tabuľka Settings na
ktoré sa viažu ostatné tabuľky umožnuje súčasne uchovávať rôzne nastavania a jednoducho
medzi nimi prepínať (nastavením parametra IsActive na true). Tieto informácie sú bližšie
popísané v sekcii 6.1.6.
Každá tabuľka obsahuje 3 stĺpce spoločné pre všetky tabuľky - identifikátor záznamu
(primárny kľúč), časy vytvorenia a modifikácie záznamu. V databázi nie sú uložené dáta
konkrétnych položiek zo systému JIRA Software, čím sa predchádza zbytočnej duplicite
dát, respektíve prípadnému úniku citlivých údajov.
5Plne manažovaná platforma so schopnosťami ako vstavané DevOps, priebežná integrácia a iné.
6Časový plánovač úloh (daemon), používaný v Unix-like systémoch.
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Obr. 6.2: Schéma databázy - tabuľky s dátami metrík.
38





Nasledujúca kapitola popisuje detaily implementácie aplikácie, predstavuje funkcionalitu
nielen z pohľadu používateľa, ale taktiež z pohľadu vývojára webových aplikácií. Obsahuje
tiež vizualizáciu rozdelenia jednotlivých častí aplikácie a ich prepojenie a v závere podrobne
popisuje fázu testovania.
7.1 Popis aplikácie
Implementácia aplikácie vychádza zo špecifikácie požiadaviek uvedených v sekcii 6.1 a ob-
sahuje všetky požadované vlastnosti. Oproti špecifikácií prináša niekoľko dielčích vylepšení,
ktoré vyplynuli z používania aplikácie počas jej vývoja. Boli dodržané všetky zvolené tech-
nológie a schéma databázy odpovedá schématu z obrázku 6.2, resp. 6.3.
Verzia aplikácie s namockovanými dátovými objektami a popisom spustenia sa nachádza
na priloženom CD, presné umiestnenie jednotlivých súborov je uvedené v prílohe tejto
diplomovej práce.
Pri zadaní adresy aplikácie do adresného riadku prehliadača sa používateľovi zobrazí
úvodná obrazovka so štatistikami na úrovni spoločnosti. Príklad obsahu úvodnej obra-
zovky s jedným definovaným oddelením je vidieť na obrázku 7.1. Používateľ sa po kliknutí
na hypertextový odkaz s názvom oddelenia v záhlaví tabuľky dostane na stránu obsahujúcu
štatistiky (pohľad) na úrovni tohoto oddelenia. Význam týchto štatistík bude popísaný v
kapitole 7.2. Každá obrazovka aplikácie tiež obsahuje v hornej časti obrazovky navigačné
menu (navbar), jeho vzhľad na úrovni spoločnosti je uvedený na obrázku 7.1. Na rozdiel
od nižších úrovní pohľadu (oddelenia, projektu) obsahuje navigačné menu na úrovni spo-
ločnosti tlačidlo Settings, po ktorého stlačení bude používateľ presmerovaný na stránku s
nastaveniami, ktorej popis je uvedený v sekcii 7.1.2.
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Obr. 7.1: Úvodná obrazovka aplikácie.
7.1.1 Navigačné menu
Navigačné menu aplikácie na projektovej úrovni pohľadu je uvedené na obrázku 7.2. Skladá
sa z dvoch sémanticky rozdielnych častí, naľavo sa nachádza indikácia umiestnenia aktuálnej
stránky v rámci navigačnej hierarchie, v pravej časti sú aktuálne nastavenia stránky.
Obr. 7.2: Navigačné menu aplikácie na projektovej úrovni pohľadu.
Takýto spôsob (spätnej) navigácie medzi stránkami bol zvolený vzhľadom na rovnaký
spôsob navigácie medzi úrovňami v systéme JIRA, na ktorý sú zamestnanci spoločnosti
zvyknutí. Výhodou tohoto prístupu je, že používateľ ľahko vizuálne zistí v ktorej úrovni
hierarchie sa práve nachádza a môže sa vrátiť na ľubovolnú úroveň danej hierarchie jedným
krokom (kliknutím).
Nastavenia stránky obsahujú výber zobrazenia aktuálnych štatistík. To je realizované
výlučným výberom z týchto možností:
∙ Both - súčasné zobrazenie tabuliek a grafov štatistík.
∙ Graphs - zobrazenie len grafov štatistík.
∙ Tables - zobrazenie len štatistických tabuliek.
Tento výber sa týka všetkých stránok aplikácie s vizualizovanými štatistikami pomocou
grafov a/alebo tabuliek (okrem úrovne spoločnosti) a aktuálna hodnota je uložená v pre-
hliadači pomocou HTTP cookie1, čo má za následok perzistenciu tohoto nastavenia počas
prehliadania webovej stránky používateľom aplikácie.
1Malé množstvo dát zaslané z webovej stránky a uložené vo webovom prehliadači používateľa, počas toho
ako prehliada danú stránku.
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Voľba verzie (napr. Version 10 uvedená na obrázku 7.2) odpovedá verzii produktu
spoločnosti a časovo ohraničuje aké dáta budú získané zo systému JIRA.
7.1.2 Nastavenia
Aplikácia poskytuje možnosť nastavenia niektorých parametrov, ktoré umožňujú prispôso-
bovať aplikáciu štruktúrnym zmenám v rámci spoločnosti, alebo napr. zmenu vizualizácie
číselných dát.
Na obrázku 7.3 sa nachádza hlavné menu s rozcestníkom k jednotlivým nastaveniam apli-
kácie.
Obr. 7.3: Nastavenia aplikácie.
Konkrétne aplikácia umožňuje tieto nastavenia systému:
∙ Settings (setting holder) - trieda, na ktoré sú naviazané ostatné triedy týkajúce sa
nastavení. Umožňuje definovať viacero aplikačných nastavení súčasne (vhodné napr.
pri neistote používateľa aplikácie správnosťou zadaných údajov), použité bude vždy
len jedno. Táto trieda obsahuje aj nastavenie počtu desatinných miest, na ktoré sa
budú zaokrúhlovať a zobrazovať výpočty v aplikácií (napríklad u metriky predpove-
dané/doručené).
∙ Project names - toto nastavenie obsahuje výčet projektov, ktorých metriky chce po-
užívateľ aplikácie zobraziť. Zadáva sa meno projektu, ktoré je použité v dátových
dotazoch do systému JIRA a skratka, ktorá bude v aplikácií zobrazená u dát tohoto
projektu.
∙ Project name to team names mapping - mapovanie názvov tímov na projekty. Umož-
nuje nastavenie toho, ktoré tímy patria pod daný projekt.
∙ Versions - nastavenia zobrazovaných verzií. Používateľ zadá názov verzie, počiatočný
a koncový dátum, ktoré sa následne budú používať k časovému ohraničniu získavaných
metrík (v prídape nezadania koncového dátumu sa pri filtrovaní dát používa aktuálny
čas).
7.2 Popis vizualizovaných metrík
V nasledujúcih častiach textu budú popísané sledované metriky (štatistiky) na rôznych
úrovniach zobrazenia. Na konci tejto sekcie je uvedený popis týchto metrík na úrovni spo-
ločnosti, ktoré sa značne líši od úrovní oddelenia a projektu.
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7.2.1 Chyby a defekty (obecný pohľad)
Obecný pohľad na chyby a defekty vizualizuje používateľovi aplikácie aktuálny počet chýb,
defektov (tzn. aktívne chyby, resp. defekty) v rámci projektu (na úrovni oddelenia), zo-
brazený na obrázku 7.4. Tieto dáta sú vizualizované tabuľkou a na ňu naviazaným grafom
(jeho vzhľad reflektuje aktuálne usporiadanie dát v tejto tabuľke).
Obr. 7.4: Zobrazenie počtu chýb a defektov pre konkrétne projekty.
Ďalej tiež rozdeľuje chyby podľa ich závažnosti, zobrazené na obrázku 7.5. Dáta sú v
tabuľke implicitne zoradené zostupne vzhľadom na ich závažnosť (Critical - najvyššia,Minor
- najnižšia). Špeciálnym prípadom sú položky, ktoré nemajú nastavený stupeň závažnosti
(Not set). Tie sú pri ich výskyte vždy zobrazené na 1. riadku tabuľky a zvýraznené červenou
farbou písma. Prislúchajúci koláčový graf je interaktívny a umožnuje používateľovi zobraziť
ľubovoľnú podmnožinu (delenie položiek na základe ich závažnosti) vizualizovaných dát.
Obr. 7.5: Zobrazenie počtu a závažnosti chýb a defektov.
Dáta v týchto tabuľkách je možné zoradiť podľa obidvoch stĺpcov súčasne. Zvýraznený
text v 1. stĺpci týchto tabuliek má funkciu hypertextového odkazu do systému JIRA, kde
sa zobrazí stránka s pokročilým vyhľadávaním a aplikovaným filtrom, zobrazené budú teda
položky prislúchajúce danému odkazu (konkrétnemu riadku z tabuľky).
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7.2.2 Štatistika chýb a defektov
Táto metrika zobrazuje údaje o všetkých chybách a defektoch, ktoré spadajú pod zvolenú
verziu, odpovedajú práve zobrazenej úrovni a zvolenému projektu, resp. oddeleniu a ich
stav je uzavretý.
Tieto údaje sú zoskupené na základe zloženého dátového stĺpca BD category v systéme
JIRA, skladajúceho sa z časti s názvom tímu, ktorý mal na statosti túto položku a kategórie
do ktorej daná položka patrí. Výstupom tejto štatistiky je tabuľka 7.1, resp. graf na obrázku
7.6 takýchto položiek zagregovaných (zoskupených) vyššie uvedeným spôsobom. Tabuľka
obsahuje stĺpce reprezentujúce kategóriu, do ktorej spadajú, tím, ktorý ich riešil, ich počet
a celkový čas strávený ich realizáciou. Uzavreté položky, krtoré nemajú správne vyplnené
pole BD category, budú zoskupené v kategórií „Unknown“.
Tabuľka 7.1: Štatistika chýb a defektov.
Tabuľka vizualizujúca tieto dáta umožňuje ich zoradenie podľa viacerých stĺpcov a vzhľa-
dom na typicky veľký počet týchto položiek tiež ich stránkovanie a zobrazenie používateľom
zvoleného počtu (10, 20, 30, 40, alebo všetky) položiek. Taktiež ako u obecnej štatistiky
chýb a defektov tabuľka v 1. stĺpci obsahuje hypertextové odkazy do systému JIRA, po
ktorých aktivácií sa otvorí nová stránka systému s predvyplnením filtrom na zobrazenie
týchto položiek.
Stĺpcový graf na obrázku 7.6 vizualizuje aktuálne zobrazené dáta tabuľky na obrázku
7.1 s korespondujúcim poradím položiek.
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Obr. 7.6: Zobrazenie štatistík chýb a defektov grafom.
7.2.3 Predpovedané/Doručené
Metrika zobrazuje úspešnosť predpovede/doručenia položiek z katalógu sprintu, týka sa
vždy jedné tímu a sprintu.
Hodnoty v tabuľke 7.2 teda odpovedajú percentuálnemu vyjadreniu uvedeného pomeru
a sú zobrazené na zvolený počet desatinných miest (viď 7.1.2). V záhlaví tabuľky sú uvedené
názvy sprintov, v 1. stĺpci názvy tímov. Červenou farbou sú zvýraznené hodnoty pod určitou
hranicou (momentálne 90%) a znak hviezdy za hodnotou vyjadruje, že daný výsledok sa
týka ešte neukončeného sprintu. Tieto hodnoty (ako je uvedené v poznámke pod tabuľkou)
sa vzhľadom na zbytočné skreslenie nezapočítavajú do priemernej hodnoty (Average) tímu
uvedenej v posledom stĺpci každého riadku a taktiež do priemernej hodnoty tejto metriky
všetkých tímov v danom sprinte, ktorá je uvedená v zápätí tabuľky.
Tabuľka 7.2: Predpovedané/doručené.
Spojnicový graf na obrázku 7.7 zobrazuje hodnoty tabuľky 7.2. Obsahuje legendu grafu,
pri umiestnení kurzora nad konkrétne hodnoty zobrazuje ich detail, umožňuje zvoliť pod-
množinu sprintov, ktoré nás zaujímajú a taktiež skryť hodnoty tímov.
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Obr. 7.7: Zobrazanie metriky predpovedané/doručené grafom.
7.2.4 Údržba
Údržba je úzko spojená s metrikou predpovedané/doručené. Zobrazuje čas strávenú riešením
položiek, ktoré nie sú z katalógu sprintu a týkajú sa teda údržby systému. Podobne ako v
metrike predpovedané/doručené sa tieto hodnoty viažu na konkrétny tím a sprint.
V tabuľke 7.3 sú vyššie popísané dáta zobrazené desatinným číslom vyjadrujúcim čas
v hodinách, posledný stĺpec odpovedá priemernej hodnote údržby tímu počas ukončených
sprintov danej verzie a v zápätí tabuľky sa nachádza súčet hodnôt údržby všetkých uvede-
ných tímov v danom sprinte, do ktorého sa nezapočítavajú hodnoty z aktívnych sprintov.
Tabuľka 7.3: Údržba.
Graf na obrázku 7.8 vizualizuje dáta z tabuľky 7.3 a poskytuje rovnaké možnosti inte-
rakcie ako graf na obrázku 7.7.
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Obr. 7.8: Zobrazanie údržby grafom.
7.2.5 Pripravenosť produktového katalógu
Táto metrika zobrazuje pripravenosť produktového katalógu na nasledujúce tri sprinty.
Nadobúda hodnôt 0/3 až 3/3, ktoré sú pre lepšiu prehľadnosť odlíšené farbou pozadia
buniek tabuľky, v ktorých s nachádzajú. Tieto hodnoty sa viažu k danému tímu, ktorého
názov je uvedený v prvom stĺpci tabuľky a dátumu, kedy bola táto metrika zisťovaná.
Príklad vizualizácie pripravenosti produktového katalógu pre tímy projektu DN je uve-
dený v tabuľke 7.4.
Tabuľka 7.4: Pripravenosť produktového katalógu tímov projektu DN.
Počas implementácie boli otestované dve metriky výberu položiek z produktového ka-
talógu daného projektu (resp. tímu) popísané v sekcii 4.2.5.
7.2.6 Vizualizácia metrík na úrovni spoločnosti
Tabuľka 7.5 je príkladom zobrazenia sledovaných metrík na úrovni spoločnosti, zobeazené
údaje odpovedajú dátam získaným z projektov patriacich pod oddelenie Development.
Význam hodnôt v tabuľke 7.5, je nasledovný:
∙ Forcasted/Delivered - zobrazuje sa priemerná hodnota metriky predpokladané/doru-
čené zo všetkých uzavretých sprintov. Červená farba písma indikuje, že hodnota je
nižšia ako nastavený prah.
∙ B&D Count - počet aktuálne neuzavretých chýb a defektov. Červená farba písma je
nastavená v prípade, ak je počet položiek vačší ako 0.
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∙ Maintenance - počet hodín strávených údržbou, riešením položiek patriacich k aktu-
álne bežiacim sprintom, ale nenachádzajúcim sa v katalógu sprintu.
∙ Backlog Readiness - najnižšia hodnota posledného časového záznamu pripravenosti
produktového katalógu jednotlivých projektov. Výber farba pozadia je uvedený v
sekcii 4.2.5.
Tabuľka 7.5: Vizualizácia metrík na úrovni spoločnosti.
7.3 Získavanie a ukladanie dát
7.3.1 JIRA REST API
Dáta jednotlivých metrík sú získavané zo systému JIRA pomocou JIRA REST2 API. Apli-
kácia využíva poslednú verziu tohoto API (aktuálne je to verzia 2) a autentizácia aplikácie
voči JIRA REST API prebieha pomocou HTTP Basic.
REST API systému JIRA zabezpečuje prístup ku zdrojom (dátovým entitám) pomocou
URI ciest. Pri využítí REST API aplikácia vykoná HTTP dotaz a spracuje odpoveď. JIRA
REST API využíva JSON ako autentizačný formát a štandardné HTTP metódy ako GET,
PUT, POST a DELETE. [17]
URIs pre JIRA REST API zdroj majú nasledujúcu štruktúru [17]:
http://host:port/context/rest/api-name/api-version/resource-name
Význam jednotlivých častí dotazu je nasledovný [17]:
∙ host:port - zdroj:port,
∙ context - kontext dotazu,
∙ rest - označenie, že sa jedná o RESTful API,
∙ api-name - momentálne existujú 2 rôzne názvy API:
– auth - pre operácie spojené s autentizáciou, a
– api - pre všetky ostatné operácie.
2Architektúra rozhrania navrhnutá pre distribuované prostredie.
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∙ api-version - verzia API, ktorá sa má použiť,
∙ resource-name - názov zdroja.
Napr. pre získanie JSON reprezentácie problému JRA-9 z verejného systému záznamov
problémov firmy Atlassian, treba navštíviť túto URI:
https://jira.atlassian.com/rest/api/latest/issue/JRA-9.
Aplikácia využíva na vytváranie dotazov, autentizáciu a spracovanie odpovedí jednodu-
chého .NET REST klienta Restsharp3. Podľa zvolenej metriky, ktorej dáta chceme získať
vytvorí aplikácia JQL dotaz, pridá konštantné údaje (adresa servera, verzia API a pod.)
a pomocou klienta vytvorí výsledné URI. Následne je na server odoslaný HTTP dotaz,
autentizačné údaje sú uložené v jeho hlavičke. Telo odpovede tvoria požadované dáta (ak
nenastane chyba, alebo dotaz chce vrátiť neexistujúce položky) vo formáte JSON, ktoré
aplikácia deserializuje pomocu triedy JsonDeserializer klienta Restsharp.
Keďže maximálny počet vrátených záznamov JIRA REST API jedného dotazu je 1000,
je pri vyššom počte požadovaných záznamov nutné dotaz opakovať s inkrementáciou para-
metra startAt. Pri vývoji aplikácie sa ukázalo, že množstvo dát potrebných na vizualizáciu
všetkých metrík u 4 projektov (7 tímov) je značne vysoké a vzhľadom na vyššie uvedené
obmedzenie rozhrania tak trvá pridlho. Získanie všetkých aktuálnych dát tak v priemere
trvá zhruba 90 sekúnd, čo viedlo k vytvoreniu databázi na ukladanie dát, popis aktualizácie
dát v nej uložených bude v nasledujúcej pododdiele.
7.3.2 Databáza
Vzhľadom na skutočnosti uvedené v pododdiele 7.3.1 bola pre potreby rýchlejšieho načítava-
nia stránok zvolená možnosť priebežnej aktualizácie dát a ich ukladania do SQL databázy.
Ako ORM bol použitý Entity Framework popísaný v pododdiele 6.2.2. Aktualizáciu dát
v DB realizuje Azure WebJob s názvom JiraToSqlDataProvider.
JiraToSqlDataProvider
Jedná sa o konzolovú aplikáciu, ktorá je nasadená v Azure ako WebJob spolu s výsled-
nou webovou aplikáciou. Beží v nekonečnej slučke (continuous Webjob) a využíva anotácie
Azure WebJobs SDK na pravidelné spúštanie úloh (metód), ktoré aktualizujú požadované
dáta v databáze. Interval ich spúšťania bol zvolený empiricky, sledovaním frekvencie zmeny
dát jednotlivých metrík. Tieto funkcie volajú funkcie triedy JiraDataProvider na získanie
dát pomocou JIRA REST API, následuje ich porovnajú s uloženými dátami v databáze a
zaznamenajú zistené dátové zmeny.
V ukážke kódu 7.1 je príklad deklarácie pravidelne spúšťanej metódy (spúšťaná každých
22 minút) Update. Kedže aplikácia umožnuje zmeny nastavení, ktoré sa v prípade využitia
databázy ako zdroja dát prejavia na výsledku až po zaktualizovaní dát v DB. To nastáva
pravidelne spúšťanými metódami, aby však používateľ nemusel čakať, má možnosť vyvolať
okamžitú aktualizáciu dát. Táto funkcia sa spustí po zaslaní odpovedajúcej správy do fronty
z Azure Queue storage. Príklad deklarácie metódy, ktorú zavolá WebJobs SDK keď je prijatá
správa do fronty webjobsqueue je v ukážke kódu 7.2.
3http://restsharp.org/
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public static void Update ([ TimerTrigger("0 */22 * * * *")]
TimerInfo timer , TextWriter log){}
Ukážka kódu 7.1: Deklarácia pravidelne spúšťanej metódy.
public static void Update ([ QueueTrigger("webjobsqueue")]
string logMessage , TextWriter logger){}
Ukážka kódu 7.2: Deklarácia queue triggered metódy.
S využitím ukladania dát do DB pomocouWebJobs a ich získavaním webovou aplikáciou
sa čas načítania stránok skrátil na približne 1-2 sekundy.
7.4 Testovanie
Aplikácia bola od počiatku vývoja nasadená v reálnom prostredí ako webová aplikácia
(Web App) bežiaca v Microsoft Azure. Tento prístup umožnil odstránenie viacerých chýb,
ktoré nenastali pri lokálnom vývoji. Požadovaná funkcionalita aplikácie bola počas vývoja
testovaná najmä manuálne a správnosť implementácie bola overovaná sadou automatických





Na testovanie jednotiek v aplikácií bol použitý open source framework NUnit, patriaci do
rodiny xUnit4, vo verzii 3.0. NUnit slúži na testovanie všetkých .NET jazykov a podporuje
širokú škálu .NET platforiem. Na automatizáciu spúšťania testov bol použitý nástroj dot-
Cover5 od spoločnosti JetBrains. Tento nástroj umožnuje automatizované spúšťanie testov,
napr. po každom zkompilovaní aplikácie a tým prispieva ku skráteniu testovacieho cyklu a
teda rýchlemu odhaleniu chýb jednotiek počas vývoja aplikácie.
Testy sú umiestené v samostatnom projekte AgileProcessesAutomatization.Tests a sú
rozdelené podľa toho v akých triedach sa nachádzajú testované jednotky práce. Názvy
vzniknutých tried s testami sa skladajú z názvu pôvodnej triedy s príponou „Tests“. Apli-
kácia celkovo obsahuje desiatky testov jednotiek, pomocou ktorých je dosiahnuté viac ako
35% pokrytie aplikácie testami (zistené pomocou nástroja dotCover).
4Kolektívny názov niekoľkých frameworkov na testovanie jednotiek práce, ktorých funkcionalita a štruk-
túra vychádza zo Smalltalkového frameworku SUnit.
5https://www.jetbrains.com/dotcover/
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Pre zvýšenie prehľadnosti testov bol použitý bežne používaný vzor písania testov AAA
(Arrange, Act, Assert), štruktúra jednotlivých testovacích metód vyzerá nasledovne:






Ukážka kódu 7.3: Vzorová štruktúra testov jednotiek.
Názov testu sa skladá z troch častí oddelených podčiarkovníkom. Prvá časť obsahuje ná-
zov testovanej jednotky práce, v druhej časti je popis testovaného stavu a v poslednej časti
sa nachádza popis predpokladaného správania. Jednotka práce je jediný logický, funkčný
prípad užitia v systéme, ktorý je možný vyvolať pomocou nejakého verejného rozhrania
(vo väčšine prípadov). Jednotka práce môže pokrývať jedinú metódu, celú triedu, alebo
niekoľko tried, ktoré spolupracujú na dosiahnutí jediného logického cieľa, ktorý je možný
overiť. [16]
Význam jednotlivých sekcií vzoru testovacej metódy uvedeného v ukážke kódu 7.3 je:
∙ V sekcii Arrange sa nachádza inicializácia objektov a nastavenie všetkých potrebných
podmienok na otestovanie konkrétnej jednotky práce.
∙ V sekcii Act prebieha invokácia testovanej jednotky práce s nastavenými parametrami.
∙ V sekcii Assert prebieha overenie jediného predpokladu správania sa testovanej jed-
notky práce. Predpokladom správania sa môže byť napr. vyvolanie výnimky, vrátenie
konkrétneho objektu, zmenu stavu predaného objektu a pod.
7.4.2 Regresné testy
Cieľom regresného testovania je overenie toho, či sa vytvorený a otestovaný software správa
korektne po tom, ako bol zmenený, alebo jeho časti nahradené iným software. Zmyslom
regresného testovania je uistenie sa, že zmeny nezaviedli do systému žiadne nové chyby.
Jedným z hlavných dôvodov je určenie toho, či zmena v jednej časti software ovplyvní
ostatné časti.
Takýto typ testovania ponúka možnosť automatizovaného testovania grafického použí-
vateľského rozhrania, avšak vzhľadom na rozsah projektu a predpokladaným prostriedkom
nutným na vytvorenie a najmä údržbu takýchto testov som sa rozhodol tieto testy vyko-
návať manuálne.
Scenár č.1 Overuje funkcionalitu pridania nového projektu v nastaveniach aplikácie,
ktorá sa prejaví zobrazením odkazu na prislúchajúcu záložku projektu a získaním, agregá-
ciou a zobrazením dát z tohoto projektu v odpovedajúcich záložkách.
1. Zadanie URL aplikácie - zobrazí sa pohľad na štatistiky na úrovni spoločnosti.
2. Kliknutie na tlačidlo Settings umiestené v navigačej lište aplikácie.
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3. Vytvorenie nového hlavného nastavenia v sekcii Settings, a nastavenie jeho príznaku
„aktívnosti“ (IsActive) na hodnotu true.
4. Pridanie projektu v sekcii Project names. Názov (Name) musí odpovedať existujúcemu
projektu, bude použitý v JQL dotazoch do systému JIRA.
5. Návrat na zobrazenie na úrovni spoločnosti, prepnutie sa na úroveň oddelenia.
6. Na úrovni oddelenia musí existovať odkaz na prepnutie sa na úroveň projektu prida-
ného v nastaveniach s textom zadaným parametrom skratka (abbrevation). Na tejto
úrovni musia byť zobrazené odpovedajúce dáta týkajúce sa pridaného projektu (sa-
mozrejme za prepokladu, že taký projekt existuje).
7. Po prepnutí sa na záložku projektu sú zobrazené dáta týkajúce sa len tohoto projektu
a tímov, ktoré na ňom pracujú/pracovali v niektorom zo sprintov aktuálne vybranej
verzie.
Scenár č.2 Pridanie rôznych sprintov do DB v rôznych stavoch a s rôznymi názvami.
Tento test overuje správne zobrazenie dát a ich započítanie do priemerných hodnôt.
1. Zobrazenie aktuálnych dát metriky predpovedané/doručené na úrovni oddelenia.
2. Pridanie niekoľkých záznamov o sprintoch do DB. Typicky jeden aktívny sprint, jeden
uzatvorený a posledný overujúci správne zoradenie názvov sprintov.
3. Po obnovení stránky oddelenia treba overiť niekoľko bodov:
∙ Hodnota predpovedané/doručené uzatvoreného sprintu je započítaná do prie-
mernej hodnoty všetkých tímov daného sprintu a do priemernej hodnoty tímu.
∙ Hodnota predpovedané/doručené aktívneho sprintu je ukončená znakom hviez-
dička za symbolom % a nie je započítaná do priemerov hodnôt.
∙ Počet sprintov všetkých tímov je rovnaký a sú správne zoradené (napr. sprint s
označením 10.10 sa nachádza za sprintom s označením 10.2.).
7.4.3 Smoke testy
Jedná sa o predbežné testy, ktoré slúžia na odhalenie jednoduchých zlyhaní, ktoré sú na-
toľko závažné, aby spôsobili zavrhnutie uverejnenia (nasadenia do produkcie) softwaru.
Tieto testy sú podmnožinou všetkých testovacích prípadov, pokrývajú najdôležitejšiu fun-
kcionalitu systému, alebo komponenty.
Smoke testy boli vykonávané pred každým nasadením webovej aplikácie do Azure a
patria sem tieto testy:
1. Zobrazenie všetkých úrovní agregácie dát - záložky Spoločnosť/Oddelenie/Projekt
(Company/Department/Project).
2. Zobrazenie zvolenej vizualizácie dát pri zmene výberu možnosti Oboje/Grafy/Ta-
buľky (Both/Graphs/Tables).
3. Výber rôznych verzií a overenie či vrátené dáta prislúchajú aktuálnej úrovni pohľadu
a zvolenej verzii.
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4. Po kliknutí na hypertextový odkaz nachádzajúci sa v tabuľkách týkajúcich sa chýb a
defektov, sa v novej záložke (resp. okne) zobrazí stránka systému JIRA s predvypl-
neným filtrom, ktorého výsledkom sú vyfiltrované odpovedajúce položky.
5. Dostupnosť stránok s nastaveniami aplikácie.
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Kapitola 8
Zhodnotenie a ďalší vývoj
Kapitola sa zaoberá zhodnotením implementovaných riešení metrík z pohľadu splnenia na-
vrhovaných riešení vyplývajúcich z analýzy aktuálneho stavu a procesov v spoločnosti. Ďalej
predkladá niektoré možné zmeny a rozšírenia aplikácie s cieľom zlepšenia jej fungovania a
sledovania viacerých metrík.
8.1 Zhodnotenie implementácie
V rámci implementácie aplikácie sa podarilo realizovať funkcionalitu, ktorá bola naplá-
novaná na počiatku jej vývoja. Vzhľadom k tomu, že aplikácia bola od počiatku vývoja
nasadená v reálnej prevádzke a zobrazovala metriky niekoľkých projektov, bolo možné vy-
ľadiť jednotlivé metriky a funkcionalitu potrebám Srum majstrov, prípadne iným členom
vývojového tímu, ktorí ju v budúcnosti budú potenciálne využívať.
Behom vývoja sa ukázala možnosť vylepšenia nástroja o metriku Údržba, ktorej mož-
nosti boli ďalej preskúmané, jej návrh a analýza boli doplnené do textu diplomovej práce
a v konečnom dôsledku bola implementovaná a otestovaná. Taktiež boli vylepšené niektoré
zobrazenia metrík, napríklad zobrazenie hodnôt aj z bežiacich sprintov u metriky predpove-
dané/doručené, ktoré umožňuje prehľad o aktuálnom stave splnenia naplánovaných položiek
sprintu.
Za veľmi prínosnú časť aplikácie považujem spätné odkazy do systému JIRA, ktoré v
prípade zistenia napr. nekonzistencií v dátach, vysokom počte chýb a defektov u niektorého
z projektov a pod. umožňujú jedným kliknutím vyfiltrovať tieto položky v systéme JIRA
a eliminujú tak (zmenšujú počet) ručné písanie jednoduchých filtrov. Prínosné je taktiež
zobrazenie pripravenosti produktového katalógu, ktoré pomáha odstrániť ručné zisťovanie
týchto hodnôt, avšak táto metrika bola počas vývoja najmenej preskúmaná a je nutné ju
ešte adekvátne otestovať a upraviť pre potreby daných projektov a Scrum majstrov.
Vzhľadom na skoré nasadenie aplikácie do prevádzky bolo nielen dosiahnuté jej vyla-
denie konkrétnym potrebám na funkcionalitu, ale taktiež došlo aj k jej intenzívnemu beta
testovaniu. Všetky manuálne nájdené chyby a nedostatky boli počas jej vývoja postupne od-
straňované a taktiež ku kvalite aplikácie prispeli aj implementované testy jednotiek, vďaka
ktorým bolo dosiahnuté automatické pokrytie aplikácie testami v rozsahu viac ako 35%.
Rád by som zdôraznil, že som vďačný za možnosť implementácie aplikácie, ktorá je už
teraz využívaná v reálnom prostredí firmy, napomáha k sprehľadneniu riadenia vývoja a
šetrí tak čas, ktorý je možný využiť iným, viac prínosným spôsobom.
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8.2 Ďalší možný vývoj
Ak by sme sa zamerali na zlepšenie stávajúcej aplikácie v rámci jej nasadenia v spoločnosti
Kentico, možné vylepšenia by mohli byť najmä v oblati optimalizácie získavania dát a
ukladania dát.
Aplikácia v súčasnom stave pri využivaní DB ako zdroja dát je po určitú dobu v ne-
konzistentnom stave so systémom JIRA (pokým sa manuálne alebo automaticky nevyvolá
aktualizácia dát). Tomuto by sa pravdopodobne dalo predísť s využitím JIRA webhooks.
Aplikácia by bola zo strany JIRA notifikovaná o zmene dát v systéme a tak by mohla aku-
alizovať dáta len pri ich zmene. Ako nevýhodu tohoto prístupu vidím nutnosť ukladania
si väčšieho množstva dát v systéme, použitých na identifikáciu položiek, alebo prípadné
veľmi časté aktualizácie dát. To môže nastať napr. pri príliš obecnom filtrovaní udalostí, na
základe ktorých bude aplikácia notifikovaná.
Ako bolo spomenuté v predchádzajúcej sekcii metrika pripravenosť produktového kata-
lógu nie je adekvátne vyladená a otestovaná pre všetky aktuálne sledované projekty. Taktiež
by bolo žiadúce výsledky tejto metriky ukladať v pravidelných intervaloch do DB (tzn. ča-
sové snímky), prípadne do systému Confluence.
Aplikácia podporuje naviazanie na systém JIRA, získavanie dát z DB, alebo súborov s
dátami uloženými vo formáte JSON. Ďalším možným rozšírením aplikácie by teda bolo jej




Diplomová práca oboznamuje čitateľa so vznikom a podstatou agilného vývoja a s metodi-
kami XP, Scrum a Kanban, ktoré z neho vychádzajú. Konkrétne potom popisuje metodiku
agilného vývoja používanú v spoločnosti Kentico. Jedná sa o proces vychádzajúci z meto-
diky Scrum, ktorý bol upravený pre potreby spoločnosti.
Ďalej diplomová práca pojednáva o existujúcich nástrojoch na podporu agilného vývoja,
v tejto časti sú popísané aj nástroje JIRA Software a Confluence v súčasnoti využívané v
spoločnosti Kentico.
Práca sa následne zaoberá dôkladnou analýzu a návrhom vhodnej formy automatizácie
získavania dát a vizualizácie metrík používaných pri agilnom spôsobe riadenia vývoja soft-
ware v spoločnosti. Z tejto fázy vychádza výsledná špecifikácia a návrh webovej aplikácie,
ktorá prehľadným spôsobom zobrazí požadované metriky.
Vytvorená webová aplikácia poskytuje viacúrovňový pohľad na požadované metriky
umožňujúci rýchle zistenie aktuálneho stavu vývoja v spoločnosti. Aplikácia bola od po-
čiatku vývoja nasadená v reálnom prostredí spoločnosti a spracovávala dáta získané z via-
cerých projektov, čo v priebehu vývoja prispelo k upraveniu jej funkcionality konkrétnym
potrebám spoločnosti.
Za benefit považujem fakt, že sledované projekty a tímy je možné jednoducho v budúc-
nosti rozšíriť o ďalšie, ktoré neboli súčasťou aplikácie od počiatku jej vývoja. Do aplikácie
by bolo možné zahrnúť sledovanie ďalších metrík a tak ešte viac zautomatizovať a uľahčit
prácu pri riadení procesov vývoja v spoločnosti.
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API - rozhranie pre programovanie aplikácií
DB - databáza
HTTP - Hypertextový prenosový protokol
IDE - vývojové prostredie
IE - Internet Explorer
JQL - dotazovací jazyk nástroja JIRA
JSON - JavaScriptový objektový zápis
ORM - objektovo relačné mapovanie
REST - representational state transfer
SQL - štandardizovaný strukturovaný dotazovací jazyk
SSL - Secure Sockets Layer
SVG - škálovateľná vektorová grafika
TDD - vývoj (programovanie) riadené testami
UI - používateľské rozhranie
URI - jednotný identifikátor zdroja
VB.NET - Visual Basic .NET
VML - vektorový značkovací jazyk




Na CD sa nachádza elektronická verzia textu diplomovej práce vo formáte PDF, zdrojové
súbory tohoto textu a tiež samotná aplikácia. Obsah CD je štrukturovaný nasledovne:
Adresár doc
∙ doc\pdf - Text diplomovej práce vo formáte PDF.
∙ doc\src - Zdrojové súbory textu diplomovej práce.
Adresár src
∙ Zdrojové súbory výslednej webovej aplikácie. Dáta sú získavané z lokálnych (mocko-
vacích) súborov, aplikácia teda nevyžaduje autentizačné údaje do systému JIRA ani
existujúci databázu so spracovanými dátami.
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