Abstract: We present a simulation-based verification framework for hybrid systems modeled by a subclass of non-linear hybrid automata with inputs. In general, the motivation for using simulation in verification is to obtain information of the system behavior without finding the (usually non-existing or costly-to-get) analytical solution of the system dynamics. The initial state and input set are partitioned into classes, members of which possess similar behaviors, generating similar simulation traces. In this paper, we give the formula to compute the propagation of error as the simulation proceeds as a function of simulation step error, perturbation of initial state and input. Bounding tube segments are then constructed for each consecutive step based on the error bounds to overapproximate the reachable state set during the corresponding time interval. A feature of our work, that makes it distinct from prior simulationbased verification works, is that it does not rely on a pre-identified initial partition of initial states/inputs as that would only work under the assumption that the simulations could be done without any numerical errors introducing perturbations in discrete dynamics. Since there is no way to guarantee this in general, in our approach, the partitioning is refined in each time-step as needed, leading to a correct approach to simulation-based verification. We developed a prototype tool implementing our algorithm and provide verification results from two benchmarks to show its effectiveness on certain hybrid models.
INTRODUCTION
The need of detecting design flaws in embedded and cyberphysical systems is evident in the safety critical applications such as air-traffic management system, aircraft and automobile control, medical equipment control, etc. One standard technique is based on testing and simulation. Since these systems usually evolve relying on the complex interactions between the computing and physical environments, it is difficult and in some case impossible to cover the set of all possible behaviors with a finite number of tests or simulations. Alternatively, given a mathematical model of a hybrid system with precise semantics, formal verification methods can be explored for reachability analysis. Since the reachability of general hybrid systems is undecidable, a most common approach involves overapproximation of reachable state, and checking whether the overapproximation does not reach the unsafe region. [3] [4] [5] [6] [7] [8] . Similarly, [11] [12] [13] adopt the abstractionrefinement based approach, focusing on the safety verification with respect to only discrete behaviors. These approaches have succeeded in establishing correctness of many hardware and software systems. The scalability remains challenging as for many model classes these scale ex-
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ponentially with the number of state variables. In contrast, the idea of simulation-based verification is to perform the overapproximation only to the extent needed by exploring the simulation traces and performing overapproximations around them.
In verification from execution or simulation approach [1] [2] [14] [16] [17] , correctness is established from multiple simulation runs of the system, and building tubes around those, covering the entire span of initial states an inputs. The scope of study has expanded from continuous dynamical systems described by linear differential equations [1] [2] to those described by a richer class of hybrid nonlinear dynamical models [14] [16] [17] . A hybrid system exhibits both discrete and continuous dynamics, possessing multiple discrete locations where different (possibly nonlinear) physical laws govern the evolution of the continuous state, and a set of predicates guard the discrete transitions. In [14] , authors presented a framework that formally verifies the bounded time safety of a subclass of such hybrid nonlinear systems, the so called switched system, based on simulating system designs or executing system implementations over a finite set of representative candidates for initial state. A switched system has time triggered behavioral changes, that are determined by a pre-specified collection of switching signals indicating the switching time and destination locations. In contrast, a general hybrid system changes its discrete mode autonomously as determined from the guard predicates.
In a simulation based approach, a simulation is used as a reference for a class of system behaviors starting close to the start of the reference simulation. Any deviation from the reference trace is bounded at any finite time t. Several methods can be used to bound the deviation such as trajectory sensitivity. These methods are based upon the inherent continuity in the system behaviors, namely the executions starting from the same class of initial states/inputs must all experience the same discrete behavior. This is clearly trivially satisfied in a switched system since such a system satisfies the requirement by its definition.
However, in a general hybrid system, owing to the existence of the simulation error, a simulation trace can deviate from a real execution far enough to enter a different discrete location at some point in time, especially when the reference simulation trace gets very close to the boundary of a guard condition. In this scenario, assumption about the common discrete location at each time step is made [16] [17] to guarantee the soundness of the approach. In addition, a proper representative class for the initial state set, that groups together executions that visit the same sequence of discrete locations up to a given time horizon, is assumed to be computable to complete the algorithm for the verification of general hybrid systems. Only under these assumptions, the executions starting from a class of the initial states can be represented by a single simulation trace, and overapproximated using the computed error bound. The algorithm to verify bounded time safety of nonlinear switched system from simulations is given in [14] and a similar algorithm for more general (but with extra assumptions) nonlinear hybrid systems is given in [16] .
In this paper, we propose a simulation-base verification algorithm for bounded-time safety that can deal with nonlinear hybrid systems with inputs, while relaxing the aforementioned assumptions that require (i) simulation, guaranteeing no error in discrete behaviors, and (ii) the computability of class of initial states in a neighborhood of a representative state that are guaranteed to experience the same discrete behaviors. In our algorithm, instead of computing the overapproximation of the reachable state set around an entire simulation trace up to the time-limit of bounded-time safety requirement, we iteratively refine the partition of initial states/inputs at each time step through step-simulation and analysis. In order to make sure the simulation error does not divert the simulation trace to a different discrete location (compared to where the real execution trace should be at some discrete time step), we halt the current simulation and resume the simulation with new "seeds". This means the partitioning is done not only for the initial state set, but also for any reachable state set at each time step as needed. Another improvement is brought about in the manner the setpartitioning is performed to get the simulation seeds: To compute reachability from a closed set, it suffices to track the boundary of the reachable state set as time progresses. This is because trajectories, being continuous [10] , cannot go from inside a bounded set to its outside without passing through the boundary. So in our algorithm, the partitioned seeds are generated only for the boundary of the reachable state set. This way the size of simulation and computation is well reduced.
Notions and preliminaries are given in section 2. We introduce the effect of input to the state error bound computation in section 3. The computation of overapproximation of the reachable state set at any given discrete time step is described in section 4. The complete algorithm is given in section 5. The implementation of our prototype tool and two benchmark examples are given in section 6. Section 7 concludes the paper.
NOTATION AND PRELIMINARY
For a vector v ∈ R n , the notation |v| denotes the ∞ norm. B γ (v) ⊂ R n denotes a closed ball with radius γ > 0 around the point v ∈ R n measured in infinity norm. For a set S ⊆ R n , we denote S o , S c and ∂S as the interior, closure and boundary of S respectively. Formally,
In this paper, we analyze a class of deterministic hybrid automata with bounded inputs. Let V = {v 1 , v 2 , . . . , v n } be a set of real-valued variables and v = (v 1 , v 2 , . . . , v n ) be a vector in those variables. We denote val(V ) to be the set of all valuations of V . A trajectory τ over a bounded time-
where T is a non-negative real. The following definition is a simplified version of the standard definition of input-output hybrid automaton (I/O HA) from [18] , in which invariant, guard and reset conditions only depends on states, and not on inputs. Definition 1. A hybrid automaton with inputs is a tuple A = (L, V, E, V 0 , U, f low, inv, guard, reset) consisting of the following components:
• Discrete state: L is a finite set of locations.
• Continuous state: V = {v 1 , v 2 , . . . , v n } is a finite set of real-valued variables.v i denotes the first derivative of v i , i = 1, . . . , n.
) that constrains the rates at which the values of variables change.
• Invariant: The invariant function inv assigns each location l ∈ L a predicate inv(l) over v that constrains the values of variables.
• Guard conditions: The guard function guard assigns each transition e = (l, l ) ∈ E a predicate guard(e) over v such that the transition e is enabled at a state (l, a) if and only if a ∈ [guard(e)].
• Reset conditions: The reset function reset assigns each transition e = (l, l ) ∈ E a predicate reset(e) over v and v such that if the transition e takes place from a state (l, a) to a state (l , a ), then a and a must satisfy reset(e)[v := a, v := a ] = true.
Note that while flow depends on input u, the invariant, guard and reset conditions do not depend on u. In our study, we make the following assumptions.
• Bounded initial input value: The initial input value set is bounded.
• Constrained input: The distance of any two different inputs at any given time is bounded by a function of their initial distance, i.e., |u
, where ∂Inv(l) denotes the boundary of the invariant set.
• Dwell time non-zero: There exists a minimum dwell time ∆ > 0 such that along any execution, no two discrete transitions occur within ∆ time.
• Lipschitz continuity: For each l ∈ L, the flow function f l is Lipschitz in v and u with a Lipschitz constant L l > 0, where f is Lipschitz if there exists
Reasons for constraining the inputs are as follows. Firstly, the algorithm partitions the initial state set and the input signals to group together the executions with proximal behaviors. A natural way of partitioning the input signals is to partition the initial input value set. Second, the computation of accumulated error bounds of deviated executions requires that at any given time, the input deviation is bounded (see proof of Proposition 1). Finally, to make the overapproximation bounded, the input deviation must become arbitrarily small without the type of constraints that we impose. An input of the form,u = g(t) + u 0 with g a Lipschitz function, would be acceptable. However for clarity of presentation, we will assume the system inputs to be constant for the rest of the paper. The extension to more general inputs would be a subject of future study.
An execution α, starting from v 0 ∈ V 0 , is a finite sequence of trajectories τ 0 . . . τ k , with τ i : [0, T i ) → V for each i, and where for each i = 0, . . . , k − 1, τ i (T i ) = τ i+1 (0) and τ 0 (0) = v 0 . We denote the valuation of the execution at time t from v 0 with input
For a hybrid automaton model as described above, a finite time bounded simulation trace with initial state v 0 ∈ V 0 can be obtained by simulation applying numerical algorithms. The simulation trace is represented as a series of discrete state values at each simulation time step. The features of such simulation traces are captured as below. Definition 2. Given a hybrid automaton A = (L, V, E, V 0 , U, f low, inv, guard, reset), an initial state v 0 ∈ V 0 , input u 0 , time bound T , stepwise computation error bound > 0 and sample time δ > 0 (δ < ∆), a (v 0 , u 0 , T, , δ)-simulation trace is a finite sequence β = (v 0 , t 0 ) . . . (v k , t k ), where k = T /δ, t 0 = 0, t k = T , and for each i = 0, . . . , k − 1:
is the solution ofv = f l (v, u 0 ) with initial value τ i (0) = v i and input vector u 0 , then we have
Note that while the discrete location of v i is measured at each sample time, v i+1 is obtained by simulation without considering any discrete transition that could happen during [t i , t i+1 ). At time t i+1 , the location of v i+1 is measured to reveal if a discrete transition was experienced, and in which case the error propagation is adjusted.
A simulation trace can be used as a representative execution only if the simulation values and the corresponding real execution values have the same discrete location at each step, i.e., there is no error in discrete behavior between the simulation versus real execution. For a hybrid system, however, even when the execution and simulation trace agree on the initial location, the location coherence in future cannot be guaranteed as the simulation error starts to propagate. As a result, the simulation trace isn't always a reliable representation in estimating the execution. Hence we need to find a way to utilize the simulation trace quite carefully. This requires a clear understanding of how simulation values can deviate from real executions.
We start with the analysis of error propagation associated with traces as follows.
ERROR PROPAGATION
Consider a simulation trace β = (v 0 ; t 0 ) ::: (v k ; t k ) starting from v 0 with input u 0 , and a real execution α with perturbed initial state v α and perturbed input u α where
denote the collection of accumulated error bounds at sequence of simulation steps. We have, for
Then prior to any discrete transition (in both the simulation trace as well as real execution), the system evolves in the same discrete location following a unique flow predicate. Then the simulation errors propagate in the hybrid system just as in a dynamical system with no discrete location switching, and in which case, we have the following proposition.
Error propagation inside a discrete location
where L li is the Lipschitz constant for the flow in location l i .
Fig. 1. Error propagation in time interval
Proof. Fix i, let τ be the trajectory in time interval [t i , t i+1 ] starting from the simulation value v i with inputs u 0 (See Fig. 1 ). We have:
Since α and τ are in the same discrete location l i during [t i , t i+1 ], they share the same continuous dynamics f li with Lipschitz contant L i , and so the second term can be written in integral form:
Then the application of the Gronwall-Bellman inequality to the function |τ
Integrating the right-hand side by parts, we obtain:
Then by plugging it into the very first inequality, we get:
Potential error in simulation trace of a hybrid system
A simulation provides reliable information of the real execution trace in the dynamical system with no discrete location switching (e.g., inside a discrete location of a hybrid system) as shown in Fig. 2(a) and Fig. 2(b) . However, this may not be the case in a hybrid system because a discrete transition could lead to the loss of reliability of simulation in the long run as shown in Fig.  2(c) , where at end of step i, discrete location for real trace is different from that of simulation trace.
Because of the type of problem depicted in Fig. 2(c) , a complete simulation trace shouldn't be used to obtain the overapproximation of the reachable state set for any small neighborhood of initial states and inputs without careful examination. It turns out that step-simulation (i.e., simulation of each time-step δ) still provides useful information about how the system evolves before it deviates from the starting location of the current time-step. with error in each time-step, and also discrete location deviation; Once the simulation value goes across the guard set while the real execution stays inside the previous location, γ i+1 becomes unpredictable and the simulation value becomes unreliable henceforth.
OVERAPPROXIMATION OF REACHABLE STATE SET
As long as the system evolves inside the same sequence of discrete locations as the real trace does, the error bounds can be computed by Proposition 1. Consider the group of execution traces starting within the (r v , r u ) distance of (v 0 , u 0 ). Let R ti (v 0 , u 0 ) denote the overapproximation of the reachable state set of the traces in the said group of starts and inputs at time t i . Then we have R ti (v 0 , u 0 ) = {v|v ∈ B γi (v i )}. Now, because of the trajectory continuity as dictated by the Lipschitz criterion, we can construct tube segments around the simulation trace between each consecutive samples so that any trace in the group will be contained in the sequence of connected tubes. Let 
The premise of Algorithms 1 and 2 is that the entire tube segment lies in one discrete location, i.e.,
is neither an overapproximation nor an underapproximation. Note that, even if the simulation value has the same discrete location as the real execution at some discrete time step, a discrete transition can still happen at the neighborhood of a simulation trace (Fig.  3(b) ). In that case, we can still use R [ti,ti+1] (v 0 , u 0 )∩inv(l) as the overapproximation of the reachable state set while staying inside discrete location l (Fig. 3(b) ). Now to account for a possible discrete transition at some Fig. 3(b) ), R [ti,ti+1] (v 0 , u 0 ) can be used to reveal the boundary where switching occurs. In Fig. 3(b) , the system can possibly enter discrete location l from l at any time between t d and t i+1 . The red cross on the v-axis with the value v d is the entering point of the system and it can be obtained by considering
Since the system evolves in location l starting from the entering face of the above intersected set, and for duration no longer than δ time, the reachable state set in l can be overapproximated by a one step simulation starting from the entering face over the interval [0, δ] 
We have developed Algorithm 3 to account for the possible discrete transition during one time step of simulation. Given inputs: (a) a discrete location l, (b) seed set C v "centered" around v for initial states contained inside inv(l) and (c) seed set for inputs C u "center" around input u, Algorithm 3 computes the overapproximation of the overall reachable state set from C v ×C u in one δ time step. In line 5, R [0,δ] (v, u) is the output of Algorithm 1 and its intersection with inv(l) is the valid reachable state set in location l provided no discrete transitions, as shown in Fig.  3(b) . Lines 6-12 find all possible discrete transitions that could happen during [0, δ]. For transition to each successor location l , it computes the overapproximation of the reachable state set while evolving in l by first identifying the entry face F ace l,l = guard(l, l )∩R [0,δ] (v, u) and next performing another one-step simulation (using Algorithm 2) with F ace l,l as the initial state set and u as the input. Note the minimum dwell time guarantees that there are no further discrete transitions within the same discrete time step. The algorithm also returns L new as the set of discrete locations that the system possibly enters during this step.
Algorithm 3:
Compute the overapproximation of reachable state set based on one step simulation for the general hybrid system input:
The notation R t (see Fig. 3(a) ) denotes the overapproximation of the reachable state set at the instant of time t. Note that R [t1,t2] = t∈[t1,t2] R t . Accordingly, instead of R [0,δ] , we use its subset R δ reached at the end of [0, δ] interval as simulation seeds for the next step, preserving the reachability while reducing error propagation. Algorithm 3 can be easily modified to compute R δ (for brevity, we do not include the algorithm here). Consider a hybrid automaton described in section 2. Let C v (resp., C u ) be the r v (resp., r u )-partition of V 0 (resp., U ) and initial location l 0 . If L new returned by Algorithm 3 is an empty set, i.e., no discrete transition occurs during the first discrete time step, we can use the simulation values of C v at time δ as the simulation seeds of the next one step simulation. Algorithm 3 can be iteratively applied until L new = ∅ or time reaches T . Once a new location l is found reachable, we need to find new simulation seeds for evolution under l , as described in the next section.
THE OVERALL ALGORITHM
We have Algorithm 4 to compute the overapproximation of its reachable state set up to finite time T . Since the deviation is measured by the infinite norm, the partitioning (lines 1 and 13) is done by evenly gridding the polygon representation of the input or state set with grid size r u or r v . The computation undergoes one-step simulation and analysis procedure (lines 11-23) for k = T /δ number of times. At the initial step, the partitioning of the initial state set V 0 and input set U are used as the initial simulation seeds. Notation L i reached and L i new denote, respectively, the reachable discrete location set and newly reached discrete location set at step i. Both of those are initialized to {l 0 }. At step i, the computation of overall reachable state set is divided into individual tasks, one for each reached location in L new is found to be empty, i.e., no discrete transition were witnessed at step i − 1, repartitioning is skipped to save the computational cost. In practical cases, our algorithm is expected to have a similar computational cost as the one in [14] .
For the safety verification of a hybrid system, we check R [0,δ] ∩ U nsaf eSet against ∅ between line 17 and line 18. If the intersection is empty for every i from 1 to k = T /δ, the system guaranteedly meets the safety requirement. Otherwise, the granularity of the partition is enhanced for a next round of safety checking, by starting over Algorithm 4 with the refined pair of radii (r v /2, r u /2). Note that, like many other algorithms for hybrid system verification, the refinement iteration isn't guaranteed to terminate due to the inherent undecidability of the problem.
IMPLEMENTATION AND EXPERIMENTAL RESULTS

Implementation and architecture
We developed a prototype tool, Hybrid System
Step Simulation Verifier (HS 3 V), that implements the above algorithms for overapproximating the bounded-time reachable state set of a given hybrid system. The tool architecture is shown in Fig. 4 . 
HS
3 V is implemented using the programming language C#. The core step procedure engine contains four modules. The Internal model creator module parses the input model file (in .txt or .xml format) into an internal format. Then the Partitioning module takes the current reachable zone (initialized with the initial state set) and creates the simulation seeds for the next step. The simulation process is done using ALGLIB, a cross-platform numerical analysis and data processing library. The generated simulation values are sent to the Tube building module to construct the overapproximation tubes. It uses the Clipper library for polygon operations when dealing with the polygon representation of sets. Then the tubes are checked against the guard condition and unsafe zone by the Checking safety/guards module. If any discrete transition is detected, the module computes the entry face to the new discrete location. Furthermore, when the safety requirement is violated, the module refines the model parameters to get better granularity then restarts the verification process. The step procedure is repeated up to the predefined time bound. If the system is verified to be safe by then, it reports the message about verified safety, and plots the overall reachable zone (and other optional data) using Gnuplot library.
Experimental results
HS
3 V can handle both linear and non-linear hybrid automata. We applied it on two benchmarks, namely, Brusselator system [15] and bouncing ball system [9] . Discussions of these results appear below.
Our first benchmark, Brusselator system, is a nonlinear dynamical system. It is a model for a type of autocatalytic reaction. The system's behavior is captured by the differential equationsẋ = 1+x 2 y−2.5x andẏ = 1.5x− x 2 y. The computed overapproximation of the reachable state set is shown in Fig. 5 . The other example is the bouncing ball system which is a classic example of a hybrid system. The continuous dynamics of a bouncing ball is simply given byv = −g andḣ = v where g is the acceleration due to gravity, h(t) is the height of the ball and v(t) is the velocity. The hybrid system aspect of the model originates from the modeling of a collision of the ball with the ground. Here we assume a partially elastic collision with the ground with 0.8 as the coefficient of ball restitution. The bouncing ball therefore displays a jump (v + = −0.8v − ) in a continuous state (velocity) at the transition guard condition, h = 0. Fig. 6(a) is the complete graph plot for bounded-time reachability computation. This figure shows the tool's capability of dealing with fully automatic discrete transitions with guard and jump conditions. The discrete transition occurs twice at h = 0. Note that, the reachable state set at any instant of time is a polygon, while the guard condition is normally represented by a hyper plane. Therefore when the discrete transition happens, represented as the polygon crossing the hyper plane, it normally finishes the transition through multiple steps rather than a single step. Our tool supports an accurate analysis of reachability in the presence of discrete transition as compared to other tools. In this example, the first discrete transition in Fig. 6(a) is witnessed at step 281 and lasts at step 286. Each of the steps between those two steps generated an entry face in the new location. Fig. 6(b) shows precisely how the tube grows within the new location from step 281 to 286.
CONCLUSION
A step simulation/overapproximation-based algorithm for computing the overapproximation of the bounded-time reachable state set for a nonlinear hybrid system with inputs and its prototype tool are presented. Simulationbased safety verification techniques have been used in previous studies of other researchers. Because of the witnessing of new discrete transitions caused by the reaching of the states in the simulation error bound, the usage of simulation-based verification approach has remain limited to either the dynamical systems with no switching, or to switched systems that are subject to time-driven switching with pre-defined switched locations, or to the general hybrid systems with strict assumptions on simulation traces that simulation errors do not cause large deviations in trajectories. Our study shows that, in a single simulation step, certain computation such as the reachable state set for the starting location and the entry face to another location is guaranteed to be reliable. These information is then used to generate the reliable simulation seeds of the next time step and the process repeats. Thereby, the reliability of simulation trace in overapproximating the reachability is maintained. In this paper, we compute the overapproximation of the reachable state set from the simulation traces by constructing tubes between each consecutive simulation samples. In general, this part could be replaced by other techniques such as based on face-lifting [7] or flow-pipes [3, 4, 5] and the soundness of our algorithm would continue to hold. We also presented the implementation of our prototype tool (HS 3 V) which employs the proposed algorithms with two important features. Firstly, it generates the simulation seeds which only cover the boundary of the reach set rather than the entire reach set. This in most practical cases reduces the simulation and computation tasks to a great extent. Secondly, this tool handles the general hybrid systems with guard/jump predicates, thus allows self-triggered discrete transitions.
