This paper presents the use of first-order logic to improve upon currently employed engineering design knowledge management techniques. Specifically, this work uses description logic in unison with Horn logic, to not only guide the knowledge acquisition process but also to offer much needed support in decision making during the engineering design process in a distributed environment. The knowledge management methods introduced are highlighted by the ability to identify modeling knowledge inconsistencies through the recognition of model characteristic limitations, such as those imposed by model idealizations. The adopted implementation languages include the Semantic Web Rule Language, which enables Horn-like rules to be applied to an ontological knowledge base and the Semantic Web's native Web Ontology Language. As part of this work, an ontological tool, OPTEAM, was developed to capture key aspects of the design process through a set of design-related ontologies and to serve as an application platform for facilitating the engineering design process. The design, analysis, and optimization of a classical I-beam problem are presented as a test-bed case study to illustrate the capabilities of these ontologies in OPTEAM. A second, more extensive test-bed example based on an industry-supplied medical device design problem is also introduced. Results indicate that well-defined, networked relationships within an ontological knowledge base can ultimately lead to a refined design process, with guidance provided by the identification of infeasible solutions and the introduction of "best-case" alternatives. These case studies also show how the application of first-order logic to engineering design improves the knowledge acquisition, knowledge management, and knowledge validation processes. 
INTRODUCTION
As engineering projects have become larger and more detailed, industry has become increasingly reliant on distributed design processes. This trend, along with advancements in computer technology, has resulted in a shift away from traditional design notebooks to more computational knowledge management systems. Such systems are often required to support the challenges of managing the rich information in distributed environments created by both geographical and organizational dispersions. Within these distributed environments, proper knowledge management has the potential to maintain the integrity of the design process by providing an engineer with a more complete understanding of a design (Erickson et al., 1997; Morris, 1998) .
Capable of providing formalized, adaptable architectures, ontologies have become a popular means for managing and distributing knowledge bases. In recent works, the authors have explored these ontological knowledge management techniques, leading to the development of frameworks for engineering analysis and engineering design optimization (Grosse et al., 2005; Witherell et al., 2006) . These frameworks of ontologies successfully shared and managed both engineering analysis and optimization knowledge, although their application in engineering design revealed some understandable shortcomings. As with most knowledge management systems, in the absence of built-in validation mechanisms, these ontologies allow knowledge to be incorrectly instantiated and improperly used. Moreover, the large amount of knowledge instantiation associated with developing rich ontological knowledge bases presents a formidable task. This paper presents methods for helping maintain the reliability of information within an ontological knowledge base in addition to assisting in the knowledge instantiation process, 1. corroborating knowledge instantiations, 2. maintaining consistency during the knowledge instantiation process, and 3. minimizing redundancy in the knowledge instantiation process.
Distributed design requires the contribution of many, including experienced and inexperienced, new and old. Instantiating and utilizing uncorroborated knowledge can be detrimental to the design process. When capturing and reusing information, the underlying conditions of design content (e.g., modeling assumptions necessary for dimensional reductions in models, assumptions necessary for feature suppressions, etc.) are not always identified or understood, often becoming foregone conclusions, or accepted without consideration. As designs evolve and changes mount, ensuring transparency of, and satisfaction of, underlying conditions for models (such as engineering analysis models and manufacturing models) is critical for knowledge reuse. Therefore, identifying and understanding such conditions early in the knowledge capturing process is vital for ensuring the integrity of the design process.
Another aspect of knowledge instantiation, ensuring consistency, is critical when navigating, retrieving, or operating on knowledge in an instantiated knowledge base. Inconsistent knowledge can lead to disastrous results (Euler et al., 2001) . To address this problem, this work presents a comprehensive approach that enables knowledge bases to maintain consistency by utilizing ontology domain concepts in combination with the ability to compare values across domains.
Knowledge instantiation within large knowledge frameworks can become progressively more time-consuming, yet repetitive, with design information often sharing common values. For instance, two optimization models based on the same product may share related design and analysis models, the same design parameters, and the same objectives. Relationships between properties can be created and asserted to simplify and speed up the instantiation process. Such relationships have the capability to transfer known values, thus avoiding unnecessary repetition. These facilitating methods ease the task of creating similar knowledge while minimizing the possibility of human error.
The following sections present an overview of logic in engineering design with particular emphasis on the use of ontologies and Horn clauses within the Semantic Web, followed by a detailed description of improved knowledge management using first-order logic. Then, the unique features of the resulting ontological tool for supporting the engineering design process (OPTEAM) are highlighted with the help of two case studies and the results are discussed.
LOGIC IN ENGINEERING DESIGN

Expert systems
Logic has been previously adopted in one form or another by many in the engineering community, most notably in the development of expert systems. First adopted by the artificial intelligence community, expert systems emerged with the development of early rule-based systems such as Mycin (Buchanan & Shortliffe, 1984) , an expert system used for diagnosing infectious blood diseases in the early 1970s. Engineering adaptations soon emerged, including those by Gottlob and Nejdl (1990) , Shephard et al. (1990) , Turkiyyah and Fenves (1996) , and Becker and Kaepp (1997) . In the engineering design community, Brown (1985) proposed the Design Specialists and Plans Language for developing "routine" designs within an expert system. In these systems, the application of logic often resulted in unsuccessful attempts to "automate" portions of the product development process, such as designing products "at the push of the button."
Despite being pursued heavily early on, it was realized expert systems such as these often encountered problems, for example, noise resulting from certainty factors and leading to infeasible results. This led to some improvements in expert system design, for instance, here Bayesian statistics were introduced to address uncertainties (Spiegelhalter et al., 1993) . Consequently, over time, many have come to abandon the expert system approach, realizing that in most cases it is not yet feasible to achieve desirable solutions without significant human input. Although this may no longer hold true as technology advances, it is indeed a limitation currently recognized (Prasad, 2004; Rogers, 2004) . Without the necessary human factor, logic-driven design automation often produces infeasible or unusable results, leading many researchers to reevaluate their approach.
In general, the effectiveness of an expert system is measured by two main components (Dos Santos & Mookerjee, 1991) : the knowledge base and the control strategy that affects the processing order of the knowledge base. The separation of these two components is essential when differentiating an expert system from a knowledge-based framework. The development of a "control strategy" for processing the knowledge base became a major obstacle in the advancement of expert systems, leaving the knowledge base the focus of many new approaches. This perspective forms the basis for the work presented in this paper.
Ontologies and knowledge-based engineering
Because knowledge bases are an essential part of expert systems, much of their advancement was achieved in tandem with the development of expert systems. Early works with the development of knowledge bases in engineering focused on product knowledge representation, including work by deKleer and Brown (1983) , Iwasaki and Chandrasekaran (1992) , Alberts and Dikker (1992) , Henson et al. (1994) , Goel, Bhatta, and Stroulia (1996) , , Qian and Gero (1996) , Ranta et al. (1996) , and Umeda et al. (1996) . These works laid the groundwork for formally representing product information, such as the high-level divisions of product information representation into form, function, and behavior adopted in the NIST Design Repository Project (Szykman et al., 1998) and again in the design Repository developed at the Missouri University for Science and Technology (Bohm et al., 2006) . The core-level knowledge representation consisting of objects and relationships adopted by the NIST Design Repostitory (Szykman et al., 2000) corresponds to a fundamental concept of a formal information structure that, when instantiated, represents knowledge about a particular domain that can then be operated upon by computers and humans alike (Grosse et al., 2005) . Works such as these highlight the advantages offered through the formal representation of knowledge in product design, specifically when pertaining to ontologies.
More recently, Bullinger et al. (2005) demonstrated the benefits of capturing knowledge using ontologies. Although noting the importance of capturing knowledge to create a more user-friendly design environment, they also acknowledge the possible advantages accompanying the ability to operate on ontological knowledge bases. Bullinger et al. recognize that the full power of ontological-based knowledge management resides in support of not only knowledge acquisition but also the ability to analyze and reason on this knowledge. Bullinger and colleagues point out that "By describing the typical methods of an application domain as well as the associated requirements appropriately a software agent (SWRL reasoner) can be used to recommend use of methods or materials." The present paper extends the work of Bullinger et al. by exploring methods for utilizing captured knowledge.
Researchers at the University of Michigan adopted logic to facilitate interoperability during product development. Patil et al. (2005) propose a Product Semantic Representation Language (PSRL) to enable semantic interoperability across application domains using mathematics and corresponding reasoning. PSRL is based upon DARPA Agent Markup Language (DAML) þ Ontology Inference Layer (OIL), precursors to the Web Ontology Language (OWL; www.w3.org/ TR/owl-features/). Patil et al. (2005) note that description logics (DLs) such as DAML þ OIL may not be able to completely represent all relevant design knowledge and that more powerful first-order logic may be best suited for full and accurate representation.
Collaborative work by Wayne State University, Chonnam National University, and University of Pittsburgh resulted in the implementation of Semantic Web Rule Language (SWRL) rules within a knowledge base for assembly design (Kim et al., 2006) . This implementation uses the expressivity of the Semantic Web and SWRL to partially automate portions of the assembly design process through logical assertions. Kim et al. (2006) illustrate the effectiveness of capturing assembly process knowledge using ontologies and domain concepts as opposed to traditional data syntax. Kim et al. (2006) also illustrate how ontologies and SWRL facilitate collaboration in the assembly design process. Using their ontology, classifications are made within the assembly design process and otherwise unspecified constraints are inferred.
Extending their initial work, Kim et al. (2006) developed an information-sharing paradigm, called semantic assembly design modeling, to facilitate product development collaboration. In this paradigm, particular constraints are defined that must be satisfied during the assembly design process and then SWRL rules are able to imply or assert other constraints not initially identified. In this manner, they are able to facilitate the knowledge acquisition process with assertions using first-order logic. While acknowledging the necessity for capturing design rationale, or "higher level" knowledge, Kim did not propose any methods for operating on it.
At the University of Massachusetts Amherst, preliminary work with engineering analysis and optimization knowledge resulted in the adoption of ontologies and the development of two separate knowledge-capturing tools, Ontology for Engineering Analysis Models (ON-TEAM) and Ontology for Optimization (ONTOP). ON-TEAM (Grosse et al., 2005; Witherell et al., 2006) , the initial application, provides engineers with the ability to capture both "higher" and "lower" level engineering analysis model knowledge, such as modeling assumptions and parameter values, respectively. ONTOP was subsequently created to facilitate engineering design optimization. ONTOP provides engineers the ability to quickly identify a feasible method for a given design optimization problem and enables the user to instantiate and store relevant optimization modeling knowledge.
A BRIEF INTRODUCTION TO FIRST-ORDER LOGIC
Multiple languages used by the artificial intelligence community provide full or almost full expressivity of first-order logic, including F-Logic (Kifer & Lausen, 1989) , CARIN (Levy & Rousset, 1998) , and KIF (Genesereth & Fikes, 2001) , among others. Each of these languages brings its own unique abilities when creating and operating on a knowledge base. The DL-based OWL, however, has emerged as a leading implementation language for developing ontological knowledge frameworks. Primarily because its Semantic Web ties, OWL allows knowledge to be easily shared over the Web. OWL uses three different expressive sublanguages, OWL Lite, OWL DL, and OWL Full. Although all are based on DL, OWL DL most closely corresponds to it. OWL DL corresponds with SHOIND-n DL, a fragment of classical first-order logic (Tsarkov et al., 2004) . Considered a subset of first-order logic (Borgida, 1996) , DL ( Fig. 1) is a language used in knowledge representation to express concepts and concept hierarchies. DL provides a method for representing the terminological knowledge of an application domain in a formal, structured manner. What makes DL attractive, however, is both its decidability and tractability.
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The decidability of DL allows consistency checks to be performed on ontologies, assuring they are well formed. The tractability, or computational tractability of DL, refers to the ability to perform automated reasoning on the knowledge base using realistic computing resources and reasonable amounts of time.
One of the most attractive aspects of OWL is its ability to be extended by the SWRL (Horrocks et al., 2005) . SWRL, introduced by a W3C (http://www.w3.org/) proposal to increase the expressivity of the Semantic Web, extends OWL both syntactically and semantically. Although other first-order languages may possess more expressivity than SWRL, they do not provide the same level of practicality provided by SWRL's complimentary nature to OWL and inherent ties to the Semantic Web. Developed from Rule ML (Wagner et al., 2003) , the SWRL extension of OWL creates a much more expressive language than either OWL or Horn clauses individually.
SWRL is based on Horn clauses that allow for such relationships as "if-then" statements. A Horn clause is defined as a clause with at most one positive literal (Horn, 1956) , thereby any number of if-then conditions leads to only one conclusion. Horn clauses are important in theorem proving in that the conjunction of two Horn clauses is a Horn clause. A simple example of a Horn clause is the following:
This reads as if p and q, then s, or given a p, and given a q, the conclusion s can be drawn. Such inferences are essential in providing additional functionalities to an OWL knowledge base, as SWRL allows further conclusions to be drawn based on existing knowledge. The expressive power of SWRL also allows "existentials" to be expressed in the head of a rule, thus extending beyond the expressive power of Horn clauses (Tsarkov et al., 2004) .
SWRL provides "built-in" capabilities, which gives the language additional expressivity independent of the Hornlike rules. These built-ins include mathematical functions such as multiply (swrlb:multiply), divide (swrlb:divide) and comparisons such as greater than (swrlb:greaterThan) or less than (swrlb:lessThan). Other built-ins include such everyday information as date and time, as well as string operators such as match and contains.
While providing a means of increasing expressivity, SWRL's Horn-like rules also potentially impair OWL-DL's DL-based decidability. An ontology is considered undecidable when classes exist in which membership cannot be decided by an algorithm (www.nist.gov/dads/HTML/undecidableLanguage). Schmidt-Schaub's (1989) simulations of role values maps are an example of how the expressiveness of SWRL can lead to undecidability. Such scenarios create problems when employing traditional reasoners to check ontology consistency. This potential lack of decidability, however, is avoided by using relatively simple implementations of SWRL. To ensure decidability, a translation approach using first-order logic may also be used (Tsarkov et al., 2004) . Figure 2 , the Semantic Web Stack, shows the roles of OWL and SWRL. OWL, built semantically on the Resource Description Framework (RDF) and RDF schema, provides the ontology language (upper orange stack). This language captures the concepts of ontologies within the infrastructure of the Semantic Web. On top of the "Ontology" stack lie "Rules" and "Logic framework." These additional layers of the Semantic Web stack are expressed using SWRL. OWL is used to formally represent knowledge associated with the design process, but SWRL provides the ability to conduct logical inferencing on this knowledge.
As the Semantic Web infrastructure continues its growth, the number of supporting applications, such as reasoners and inference engines, also continues to grow. OWL reasoners are tools mainly utilized to ensure the consistency and classify the instances of an OWL ontology. Inference engines provide the ability to draw conclusions and make assertions based on SWRL rules. There are currently several alternatives for implementing SWRL rules within an OWL knowledge base. Some OWL reasoners, such as RacerPro (Haarslev et al., 2004) , Pellet (Sirin et al., 2004) , and Hoolet (Tsarkov et al., 2004) , among others, have extended their capabilities to support SWRL inferencing. Ontological development tools such as Protégé (Gruber, 1994; Noy et al., 2001; Gennari et al., 2003) and Swoop (Kalyanpur et al., 2005) have provided reasoning and inference capabilities to their established knowledge bases. Protégé has built-in support for SWRL using the SWRLTab and JESS rule engine (Friedman-Hill, 2003) , and Swoop has integrated the reasoner Pellet. The availability of tools such as these allow for the practical creation of an ontological knowledge base for engineering design that is facilitated by first-order logic.
LOGIC-BASED METHODS FOR IMPROVED
ONTOLOGICAL KNOWLEDGE MANAGEMENT
Insights into developing intelligent frameworks
The application of Horn rules provides additional expressivity and generates many new possible applications for an ontological knowledge base. For example, first-order logic now allows the knowledge acquisition process to be guided by identifying uncorroborated and inconsistent knowledge, as well as facilitated by inferring and asserting values when instantiating a knowledge base. During the development of these methods, two learned insights helped better provide the foundation for the efficient development of intelligent ontological knowledge bases:
1. When capturing abstract knowledge, providing deliberately structured frameworks allows such knowledge to be most proficiently employed. 2. When dealing with multiple distributed frameworks, it is prudent to designate a location for asserting instances that have been inferred as unsubstantiated or inconsistent knowledge.
To address the first insight, the difference must first be understood between lower and higher level knowledge instantiations. Lower level knowledge includes very "basic" information, such as values of parameters and constraints. Higher level knowledge includes the more abstract knowledge, such as assumptions and idealizations. Higher level knowledge is traditionally stored only as text strings, resulting in only human-interpretable knowledge. However, by capturing these text strings as separate individual instantiations, higher level knowledge can be made not only human interpretable but also machine interpretable. This can be achieved by tightly modeling these instances of higher level knowledge within specific ontology domains, allowing inherent associations to be made with the knowledge. This leads to an increase in more logic-friendly object-type knowledge and enables effective operation on higher level knowledge. For instance, consider modeling assumptions. In developing a model, many types of assumptions may be made, such as on the geometry, on the loading, or on material properties. Distinguishing between these types of assumptions is important when corroborating knowledge during the knowledge instantiation process. The ability to capture higher level knowledge in domains leads to a much richer source of information than would capturing a conglomerate of text strings.
The second insight addresses complications that arise when developing an intelligent knowledge framework in the open world of the Semantic Web. When exclusively using reasoners and OWL, restriction classes are used to classify types of knowledge. Therefore, when developing a knowledge base for strictly reasoning on restriction classes, it is advantageous to create large amounts of classes and separate different types of knowledge. This paper proposes that scenarios often exist when it is more practical, if not necessary, to use a Horn rule to classify a knowledge instantiation while maintaining the integrity of a knowledge framework, as opposed to creating additional restriction classes. However, because the characteristics of SWRL, knowledge instantiations cannot simply be "reclassified." This means that an instance of knowledge within an OWL framework cannot simply be moved from one class to another using SWRL. Human input is therefore necessary to reclassify knowledge. To support human input, the introduction of an umbrella class provides a means for reclassifying knowledge. This umbrella class, such as a "Violations" class, contains asserted knowledge instantiations that do not comply with developed rules. The umbrella class simply becomes an additional superclass to an asserted instance. The umbrella class concept is meant for assisting in guiding and validating the knowledge capturing process more than facilitating knowledge acquisition, and thus, becomes an important concept when developing an "intelligent" knowledge base to support the engineering design process.
Development of intelligent methods
In contrast to those described in Section 2, the methods proposed in this paper present a unique approach to the application of logic in engineering design. This approach does not automate processes and leave important decisions to computer algorithms, but instead serves as a facilitator to the engineering design process. The introduction of logical inferencing to explicit engineering design and optimization knowledge frameworks provides capabilities beyond those achieved in earlier works that captured knowledge through ontologies.
In Section 1 we noted that first-order logic could be used to address three key issues in knowledge management that ontologies alone do not address:
1. corroborating knowledge instantiations, 2. maintaining consistency during the knowledge instantiation process, and
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These three issues will now be addressed using methodologies discussed in this paper. The first to be discussed is how to address the issue of corroborating knowledge instantiated within a distributed framework. One way of corroborating knowledge, especially lower level knowledge, within an OWL framework is with the use of SWRL built-ins. Built-ins, such as "swrlb:greaterThan" or "swrlb:lessThan," allow for comparisons of instantiated values. For instance, values of parameters can be constrained by comparing them with limitations imposed by SWRL rules. When a SWRL limitation is breached, the responsible value is then asserted into an umbrella class. The extensive library of SWRL built-ins allows for many such comparisons. The corroboration of higher level knowledge is a little less straightforward. Though still based on the ability of inferencing to compare instances, corroboration of higher level knowledge also depends on the explicitness of the domains used to capture the higher level knowledge, such as the assumptions example given in Section 4.1. As the domains used to capture higher level knowledge become increasingly explicit, the identified uncorroborated knowledge becomes more specific. The amount of achievable knowledge corroboration ultimately depends on the extensiveness of the knowledge framework.
The second issue, maintaining knowledge consistency, is achieved using both OWL and SWRL. Using OWL, property values can be restricted to come from only identified classes. This is useful for achieving such objectives as ensuring only continuous parameters are used when applying a continuous optimization technique. However, class structure does not always allow for such restrictions, and such restrictions are not always desired. For instance, consider the task of assigning a unit to a model parameter. Were the units ontology structured to distinguish between types of measurement, such as length or mass, instances belonging to the same class of such an ontology may include both meter and foot. Even if a second ontology were developed to distinguish between English and metric units, this would not solve the problem of distinguishing between millimeter and meter. SWRL has the ability to address situations such as this by comparing instance values. Were one model parameter to use the unit millimeter, while another were to use the unit meter, SWRL has the ability to identify that different instances of units were used. Once it has been determined that one unit value was not the same instance as another unit value, the parameters are inserted into the umbrella class so the situation can be rectified and unit consistency can be insured.
Finally, the third issue identified, minimizing redundancy in the knowledge instantiation process, involves utilizing the inference capabilities of SWRL. As explained in the Section 1, these methods are most useful when basing a new knowledge instantiation on an existing one. Domains in an ontological framework often share many of the same properties. The creation of a property for the purposes of identifying when there is redundant information in a new knowledge instantiation allows an engineer to choose when to transfer knowledge from one instance to another. The value of such a "based_on" property decides when and what existing knowledge is to be passed. This method is available only when the existing knowledge instantiation shares at least one of the same properties as the new knowledge instantiation. Now that the methodology for addressing the identified issues has been explained, the development of a tool based on this methodology will be described in Section 5.
IMPLEMENTATION: DEVELOPMENT OF OPTEAM
The integration of ON-TEAM and ONTOP laid the groundwork for a linked knowledge base that incorporates optimization models, analysis models, and geometric models. Conjoining domains to form a common knowledge base allows for a much more inclusive framework for the facilitation of both engineering design optimization and engineering analysis. By adding Horn rule functionality to the ontological knowledge base, the tool OPTEAM was developed, an intelligent and extensive product design and development knowledge base with knowledge easily stored and readily accessible using ontologies. OPTEAM was developed and implemented in the ontological development tool Protégé. Protégé provides an easy to use graphical interface for manipulating both OWL and SWRL. Protégé's open source code and plug-in capabilities allow for the development of independent tools, such as the automatic tech report generator (Kanuri, 2007) , which allows an engineer to recapture much of the time spent instantiating modeling knowledge by automatically generating technical reports from the captured knowledge. Although developed in Protégé, OPTEAM's foundation of the Semantic Web's OWL and SWRL allow it to exist independently.
OPTEAM facilitates the engineering analysis and design processes by asserting values of similar properties across classes and instances. Creating an analysis model based upon a geometric model is an example of this. In the design environment, it is often the case that an analysis model is based upon a geometric model, usually a computer-aided design (CAD) model. Because of this dependency, much of the knowledge between the two may also be shared, including geometry, modeling assumptions, and idealizations. By recognizing this dependency and using a "based_on" property, logical relationships assert the pertinent knowledge within a new knowledge instantiation.
To help successfully guide the knowledge instantiation process, as well as identify uncorroborated knowledge within an existing knowledge base, a "Violations" class was created within the OPTEAM framework. When necessary, relationships assert one or more instances into the "Violations" class, identifying when uncorroborated knowledge has been created and providing the engineer with the opportunity to address any "concerns" OPTEAM may have. Although "Violations" instances are automatically inserted, decisions on how to handle these instances are left to the engineer. A property of this "Violations" class is to identify which property value of the instance created the violation. Another property is able to identify what other instances of knowledge caused the violation. This method is the basis for identifying uncorroborated knowledge instantiated within the OPTEAM framework due to design modifications or changes to preexisting knowledge. For example, analysis or optimization models may contain instances of knowledge that are affected by a modification of a dimension within a CAD model.
To support the ability to operate on higher level knowledge concepts, taxonomies of idealizations, idealization justifications, and assumptions have been created. Proceeding on the notion that all idealizations are based on assumptions, explicit rules are used to determine whether an idealization is justified. Because all idealizations are based on assumptions, assumptions possessed by models are compared with assumptions required by an idealization. When a model no longer supports all assumptions required by an idealization, the idealization becomes invalid, and the model is asserted into the "Violations" class. Thus, when models are created, they support any assumptions made by original idealizations. As modifications are made, model assumptions and idealizations are altered, but the requirement that all idealizations are supported by assumptions continues to be enforced.
Similar rules are applied to recognize when a model's limitations have been reached, providing a unique method for model management. These limitations are identified not by what a model is unable to support, but by what a model does and will support. In the "open-world" framework of OWL, and its lack of support for negation as failure, this is very important. The ability to realize when a model limitation has been reached can guide an engineer in his or her decisions throughout the design process.
Many rules have been and are being developed and implemented in support of OPTEAM. Table 1 defines some of the applications of SWRL rules and their relevance. The rules are numbered and will later be referenced when describing the example instantiation of an I-beam. These rules were all created to operate on the developed framework, independent of specific knowledge instantiations.
CASE STUDIES
Engineering case study 1: The design of an I-beam
The instantiation of a knowledge base for the design and optimization of an I-beam, shown in Figure 3 , is used to demonstrate how the addition of logical operators eases much of the knowledge capturing process, while also providing guidance. This example exploits many of the rules illustrated in Table 1 . In this example, the initial problem statement was to minimize the cross section of an I-beam subject to deflection and stress constraints, as seen in Figure 3 . The units used here are English, and the length is measured in inches and pressure in pounds per square inch. First-order logic in engineering design ontologies 7
The knowledge capturing process for the I-beam began with the simple instantiation of a product instance. This product instance served as the root instance during the development of the I-beam, with all related knowledge either directly or indirectly linking to it. This initial step was followed by the development of a CAD model of an I-beam while capturing the knowledge involved in creating its geometry. For a simple I-beam problem, the lower level knowledge was limited to values of thickness, height, width, and length. The higher level knowledge included a brief description of the model, as well as any idealizations made, such as the neglecting of weld geometry during the modeling process.
After creating the geometric representation of the I-beam, the next step was to develop the initial analysis problem. Using a strictly OWL knowledge framework, this step would require navigating through the ontology and beginning a fresh instantiation of an analysis model, in this scenario a finite element analysis model. However, using a rule similar to rule 8 (the exact properties and classes used may vary) from Table 1 in the OPTEAM framework, much of the knowledge instantiation was automated because the analysis model was based on the existing geometric model. For instance, they share the same related models, are based on the same initial product, share many of the same parameters, and share properties such as who the model is intended for. Automatically instantiating common parameters and their values insured the analysis model was an accurate representation of the geometric model. The automatic instantiation of this knowledge reduced the amount of time required to create a successful knowledge instantiation.
After creating the basic instantiation of the finite element analysis model using the shared attributes, model-specific information was added. This knowledge consisted of any higher level knowledge including assumptions, such as the negligible effect of the beam welds, and resulting idealizations, such as the suppression of the welds. Again, OPTEAM facilitated the knowledge instantiation process. In this scenario associations between analysis, geometric and optimization models were made using rule 3 from Table 1 . Rules 1 and 5 also facilitated the knowledge instantiation by passing common values. Rule 2 guided the knowledge gathering process by providing unit consistency checks.
OPTEAM used a SWRL rule similar to rule 8 when creating a new instance of an optimization model. Based on the results of the initial analysis, the initial parameters were set for the optimization of the I-beam. These parameters included the geometrically related parameters, the material property parameters, and the initial conditions set forth by the analysis results, such as stress and deflection. These initial conditions were important in determining appropriate optimization methods. For this example, the objective was to minimize the cross section of the beam. Although OWL was used to ensure the proper optimization method was chosen between continuous or discrete based on the classification of the optimized parameters, a SWRL rule was used to ensure a constrained method was used rather than an unconstrained method based on the existence of constraints in the given problem.
The I-beam optimization problem was subjected to both stress and deflection constraints. Although OWL offers the ability to capture information about these constraints within the knowledge base, SWRL has the ability to flag violated constraints. Using SWRL rules similar to rule 6 in Table 1 and SWRL built-ins, relationships were defined between parameter values and constraint values. These relationships identified when a constraint was violated by asserting an instance of the I-beam optimization model into the "Violations" class while identifying what constraint was violated. This again demonstrates how SWRL adds a semblance of intelligence to an OWL knowledge base. The I-beam example highlighted a selection of the rules offered by OPTEAM. Together, these rules provide a significant improvement over OWL frameworks in knowledge management and capturing capabilities while also simplifying much of the process. An example of what SWRL rules look like when implemented in Protégé is seen Figure 4 , showing the implementation of SWRL rules used in the I-beam knowledge instantiation.
Engineering case study 2: The design of a pediatric left ventricular assist device (PVAD) impeller
The topological optimization of a PVAD impeller is used to further exhibit the capacity of OPTEAM. Unlike the I-beam example, however, the PVAD impeller example concentrates more on the operation on higher level knowledge. The PVAD impeller example was introduced (Witherell et al., 2006) to demonstrate the comprehensive knowledge that can be captured by an OWL-based framework. Many assumptions and idealizations led to the final topological optimization of the PVAD impeller. Beginning as a three-dimensional (3-D) impeller with a sophisticated blade design, the blades were deemed to have a negligible effect on the overall stress experienced by the impeller. Therefore, their complex geometry was suppressed. This suppression became a model idealization. The idealization of blade suppression resulted in an axisymmetrical analysis model where one did not exist before. This symmetry allowed the creation of a two-dimensional (2-D) model that accurately represented the behavior of the 3-D model in the context of the analysis objectives. This 2-D model was then used to run both stress and modal analyses on the PVAD impeller, as well as a topological optimization.
OPTEAM possesses the ability to not only capture the knowledge associated with the 2-D representation of the PVAD impeller but also identify when the knowledge is no longer valid. The initial idealization of the PVAD impeller was the suppression of the impeller blades. For this suppression to be made, it was assumed that the current blade structure had a negligible effect on the intended modal and stress analyses. However, if a computational fluid dynamics analysis were run, blade suppression would be detrimental to acquiring accurate flow results. In such a case, the blade suppression would no longer be valid. Furthermore, if a design change was made, such that the size and shape of the blades were altered, then blade suppression may no longer be an appropriate idealization for either the stress or modal analyses. Although a single engineer carrying out an analysis may recognize when an idealization becomes invalid, such occurrences will become increasingly difficult to identify in a distributed environment, such as the Semantic Web. OPTEAM provides a platform addressing such situations.
In the presented design scenario of the PVAD impeller, an existing impeller design was gently modified so it could be First-order logic in engineering design ontologies 9 used in a new yet similar environment. The modifications to the design of the impeller included a mild increase in the size of the blades. The new environment also introduced a slightly increased flow rate experienced by the impeller. An existing finite element model was copied when beginning the new stress analysis. However, because of the blade alterations, the new finite element model could no longer support the assumptions of "Negligible blade mass" and "Negligible flow rate." The new model now had a new list of assumptions. The 2-D finite element model of the impeller required an "Impeller axisymmetry" idealization to be made during the creation of this impeller. The existence of the "Impeller axisymmetry" idealization required the "Impeller blade suppression" idealization, because of the complex geometry of the blade. Therefore, all assumptions required for the "Impeller blade suppression" idealization were also necessary for an "Impeller axisymmetry" idealization to be made. The removal of the "Negligible blade mass" and "Negligible flow rate" assumptions triggered a SWRL rule that stated that all assumptions required to make an idealization must also be present in the model, otherwise a violation occurred. Because the "Negligible blade mass" and "Negligible flow rate" assumptions were no longer made, OPTEAM was able to identify that the "Impeller blade suppression" idealization made by this model was no longer applicable. Therefore, it was able to deduce that the "Impeller axisymmetry" idealization was also no longer valid. Because these idealizations were no longer supported, the 2-D axisymmetrical impeller model was asserted into the "Violations" class, as seen in Figure 5 . Figure 6 is a screen shot of an instance of an asserted violation of a 2-D axisymmetrical impeller model. It is seen that the instance belongs to two classes, the "Finite_element_ model_component" class and the "Violations" class. The "Violations" class property values show that OPTEAM was able to identify that a violation has occurred and what assumptions and idealizations were no longer valid. This awareness helps ensure the integrity of the design process during its analysis model development phase. However, if it were deemed that the model supported these assumptions and idealizations, the violated assumptions would be added to the model assumptions, and the asserted violation could be removed.
DISCUSSION
This paper demonstrated how the application of first-order logic can be used to guide and facilitate the knowledge acquisition process. Other advantages also exist. The methods presented in this paper are not intrinsic to their demonstrated implementations; they can be adapted to additional applications throughout the engineering design process as well. For instance, logic can identify when a certain decision may be beneficial over another, such as choosing applicable techniques in an optimization problem, and identifying what advantages one technique may provide over another. For a specific example, a gradient-based method may provide an accurate result but require a significant amount of computational costs, whereas a direct search method may sacrifice some accuracy but at a fraction of the costs. Other examples include choosing the most effective element/mesh combination in a finite element problem, or perhaps identifying the most computationally friendly model. For example, an I-beam meshed with beam elements may possess a greater accuracy than it would with a solid tetrahedral element model when subjected to bending stresses. These are decisions an engineer often faces during the product development process, and rules can assist the engineer in his or her decision by not only presenting alternatives but also the related design implications during the design process.
Until now, the use of Horn logic has focused on inferencing between classes and class properties of an ontological framework. However, the ability to inference on specific instances of ontologies, thus providing the ability to curtail large proliferations of classes in an ontological framework, has not been addressed. For example, consider an electromechanical circuit system. Here, if the system's electronics (such as a circuit board) required an ontology for each component, a specialized framework approach would quickly become difficult to manage. An alternative approach is to operate on instances of assemblies and assembly components, thus capturing the same knowledge without requiring the creation of specialized ontologies, creating relationships among instance properties instead. This scenario still allows for the use of rules to track how altering parameter values (i.e., length, width, thickness, or diameter) may affect the integrity of the resulting design, without the need of a complex framework.
Another significant outcome of this work lies in the approach taken to overcome the many challenges presented by the Semantic Web when developing a dynamic knowledge base. Although OWL's and SWRL's connections with the Semantic Web provide many unique benefits, there are also associated drawbacks. For example, the open-world nature of the Semantic Web and its only partial expressivity of first-order logic can make many otherwise mundane logical inferences difficult. A definitive example, as well as one of the hardest challenges to overcome, is the nonexistence of negation as failure. This means that while assertions are allowed when required conditions are met, the same cannot be said for when these conditions are not met. To address this challenge a "Violations" class was created, turning this particular limitation into an advantage and providing a unique method for introducing knowledge discrepancies to engineers. Advances in semantic systems such as reasoners and rule engines and the development of corresponding languages promise to offer significant enhancements to the currently available capabilities of Semantic Web-based distributed knowledge frameworks.
This work presented methods for expanding the traditional purposes of knowledge-based engineering to serve a larger role in the design process. Beyond providing a structured knowledge framework, first-order logic was able to establish both influential and dependent relationships within a suite of First-order logic in engineering design ontologieswell-defined engineering domain ontologies. These relationships provided an intelligent aspect to a well-formed knowledge base, allowing the knowledge base to advance beyond a static repository. Although it may be argued that existing CAD tools offer similar capabilities to manage basic data, such as parameters and constraints, such rules are native to a single environment, and are unable to be executed across systems. In the developed ontological framework, the abstraction of domain knowledge allows relationships to be created between more complex entities beyond simply numerical values, as shown by the case studies. In short, the addition of rules provides a unique dynamic attribute unseen in the traditional engineering knowledge base, creating an environment that not only supports collaboration but also the corroboration of knowledge.
SUMMARY
This paper introduced the use of first-order logic subsets implemented in the form of the Semantic Web's OWL and SWRL to enhance the knowledge acquisition and knowledge management capabilities of ontologies. The developed methods, based on Horn rules, allow for a substantial reduction in the possibility of human error during the design process by the identification of uncorroborated and inconsistent knowledge that may otherwise go unnoticed. Specifically, they addressed three key issues in knowledge management that ontologies by themselves do not address: corroboration of knowledge instantiations, retained consistency during the knowledge instantiation process, and minimization of redundancy in the knowledge instantiation process. This work resulted in the engineering knowledge management tool OP-TEAM. Findings from its application to two case studies show that logic-based methods offer a structured approach to enhance knowledge acquisition, knowledge management, and knowledge validation techniques in engineering design ontologies. Michigan in 1972 Michigan in , 1973 Michigan in , and 1978 , respectively. Dr. Wileden's research interests are programming languages and interoperability. His work is primarily directed toward producing tools, techniques, and formal foundations to support development and evolution of maximally seamless systems comprising interoperating components.
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