In this paper we apply the Social Network concept of Core-Periphery 
INTRODUCTION
Open Source software development has become quite popular in recent times, with such well-known success stories as Linux, Send Mail, Apache and Firefox, to name a few. A recent report from Gartner states that Linux is the fastest growing Operating System for the server market and continues to substitute Unix because of its "cost-to-performance ratio, high availability of support resources and lower cost of ownership" (Pettey 2008) . Nearly 50% of the web sites run on Apache web server (Survey 2008 ) (Crowston et al. 2003; 2006a) . Open Source developers are spread all over the world and rarely meet face to face. They coordinate their activities primarily by means of computer-mediated communications, like e-mail and bulletin boards (Mockus et al. 2002; Raymond 1999) . Developers, users and user-turneddevelopers of the software form a community of practice (Ye et al. 2003) . For an IT professional or Open Source project leader it is crucial to know the status of an Open Source project, in order to contribute or recommend the project (Crowston et al. 2006a ).
Understanding how the coordination of software developers can be monitored and improved in an Open Source environment can help in preventing Open Source projects from being abandoned. Though there are a handful of papers discussing how one can assess if an Open Source project is a success (Crowston et al. 2006b; Lee et al. 2009; Subramaniam et al. 2009 ), there are relatively few papers discussing the health of an Open Source project. Crowston, Howison et al. (2006b) discuss metrics that can be useful to assess the success of Open Source projects. They consider measures that reflect the health of the community's social structure but do not consider the Socio-Technical structure of the community. We propose that, an analysis of the Socio-Technical structure of an Open
Source project can provide a better understanding of the health of the project. For example, a Socio-Technical analysis reveals whether developers are working on the important/relevant parts of the source code.
In this paper, we demonstrate how one can analyse the Socio-Technical Core-Periphery structure of Open Source projects. Such an analysis can give the Open Source project leader and the community a better understanding of who is working on which part of the software (the core or the periphery) at any given point of time. We arrive at the SocioTechnical Core-Periphery structure in two ways. First, we borrow the concept of CorePeriphery from the social network field, and apply it to the software call graph. Then we mine the Open Source software repository to determine which developer is working on the Core or the Periphery of the software call graph, at any given point of time. We show that when such information is integrated into Open Source project portals such as Sourceforge, one can obtain considerable information on the Socio-Technical health of a particular project.
The rest of the paper is structured as follows: Section 2 gives an overview of the relevant literature, Section 3 deals with the identification of the Core-Periphery Shift SocioTechnical Structure Clash, section 4 deals with the Results and finally Section 5 discusses and concludes the paper.
LITERATURE REVIEW

Socio-Technical Patterns and STSCs
Christopher Alexander, who originated the notion of patterns in the field of architecture, described patterns as "a recurring solution to a common problem in a given context and system of forces" (Alexander et al. 1977 ). Coplien and Harrison (2004) As an example, we can consider the Core-Periphery Shift Pattern that we describe in Table   2 . The problem this pattern describes is the loss of interest among the developers in the particular project. The context of this pattern is the Open Source projects, where developers have implicit roles of either working on the Core or the Periphery (including documentation) of the software. The forces describe the constraints that require resolution, namely, that core developers lose interest in the project and move to developing the peripheral parts of the software and later leave the project. The solution describes a resolution of the problem through creating more interest among the core developers for the Open Source project. The resulting context describes the situation after the solution has been applied to the problem and in the case of this pattern this results in a higher number of developers being active on the core modules of the software project.
Some of the problems concerning development activities have been collected and described by Coplien et al.(2004) including a set of what they call Process Patterns to deal with software developers' coordination problems. As the term process pattern is also used in business process management and workflow, we prefer to use the term Socio-Technical
Patterns. Socio-Technical patterns address problems related to social and technical networks that emerge in software development projects. As they capture a wide variety of knowledge and experience, Socio-Technical Patterns are potentially very useful for the project manager in planning and monitoring a complex development project. However, these patterns are hard to implement as manual monitoring of dynamically evolving social and technical networks is practically infeasible.
It has to be noted here that the term Socio-Technical as used in this paper is based on the concept of Socio-Technical as used in the field of CSCW (Herbsleb et al. 2008) and is related to the Socio-Technical Systems literature (Emery et al. 1960 ) only through the Socio-Technical Interaction Network (STINs) framework (Kling et al. 2003 Patterns. In the following sections we provide a method to measure and identify these CorePeriphery Shifts. In order to identify STSCs, we follow a design science research methodology (Hevner et al. 2004 ) to create a method and tool called TESNA (short for Technical and Social Network Analysis ). We then evaluate the method and tool through observational case studies (Yin 2003) . In the case studies we calculate a metric to measure the extent of the Shift. We illustrate the method and tool by studying a diverse collection of Open Source projects. To better understand Core-Periphery shifts, we first discuss the structure of an Open Source Community
Open Source Community Structure
Although there is no strict hierarchy in Open Source communities, the structure of the communities is not completely flat. There does exist an implicit role-based social structure, where certain members of the community take up certain roles based on their interest in the project (Ye et al. 2003) . A healthy Open Source community has a structure as shown in Figure 1 , with distinct roles for developers, leaders and users. The Project Leaders who can also be Core Developers, are responsible for guiding and coordinating the development of an Open Source project. These developers are generally involved with the project for a relatively long period, and make significant contributions to the development and evolution of the Open Source system.
In those Open Source projects that have evolved into their second generation, there exists a council of core members that take the responsibility of guiding development. Such a council replaces the single core developer in second-generation projects like Linux, Mozilla, Apache group etc.
• Project Leaders: The Project Leader is generally the person responsible for starting the Open Source project. This is the person responsible for the vision and overall direction of the project.
• Core Developers: Core Developers or Core Members are responsible for guiding and coordinating the development of Open Source projects. They have been with the project for a long time (occasionally since the project's inception) and have made significant contribution to the system. In some communities they may be called as Maintainers.
• Contributing Developers: Also known as peripheral developers, occasionally contribute new features and functionality to the system. Frequently, the core developers review their code before inclusion in the code base. By displaying interest and capability, the peripheral developers can move to the core.
• Active Users: Contribute by testing new releases, posting bug reports, writing documentation and by answering the questions of passive users.
• Bug Reporters: Discover and report bugs. They might not be fixing bugs as they generally do not read the source code. They can be considered the equivalent to testers in commercial software development.
• Passive users: Generally just use the system like any other commercial system.
They may be using Open Source because of the quality and the possibility of changing the software when required.
Each Open Source community has a unique structure depending on the nature of the system and its member population. The structure of the system differs on the percentage of each role in the community. In general, most members are passive users, and most systems are developed by a small number of developers (Mockus et al. 2002) . Crowston, Wei et al. (2006c) describe three methods to identify a core-periphery structure in Open Source projects. The three methods include formally appointed roles, distribution of developer contributions and an analysis of the Core-Periphery structure of the social network of the developers using the Core-Periphery concept from Borgatti and Everett (1999) . They find that all three methods give different results with the developer distribution being most useful. In this research we apply the Core-Periphery structure of the developer social network (Crowston et al. 2006c) 
Core-Periphery in Open Source Software Development
Through literature search we identified several studies that deal with Core-Periphery structures (see Table 1 ). Table 1 lists all the literature reviewed in this section along with a brief description of the case and whether the particular paper studied a static or dynamic core-periphery shift. We start by discussing papers published using the Social concept of core-periphery and move on to papers published using the Socio-Technical concept of coreperiphery while paying attention to whether the papers mention a static structure or describe a more dynamic evolution of the socio-technical communities.
In the Open Source context there have been quite a few papers in the recent past discussing the Social Concept of Core-Periphery. Moon and Sproull (2000) describe the process by which the Linux operating system was developed. They study the linux-kernel mailing list and notice that 50% of the messages are contributed by only 2% of the total contributors and 50% of the 256 core contributors are members of the core team of developers and maintainers. Mockus et al. (2002) Cole (2003) describe the core-periphery structure in Open Source projects as a two tier structure and describe how this structure of an organization accommodates scale better than hierarchical structure found in a typical commercial firm. They reason that this is so because in the two tier organization the peripheral developers follow Linus's Law (Raymond 1999) , i.e. that defects are found and fixed very quickly due to the peripheral developers, or in other words that debugging is parallelizable (Raymond 1999) . Xu et al. (2005) quantitatively analysed a large data dump from Sourceforge. What they noticed was that large and small projects had different distributions of core and peripheral developers.
While large projects had many co-developers and active users, small projects had a majority of project leaders and core developers. Ye and Kishida (2003) analyse the GIMP project in order to understand the motivation behind new members joining and aspiring to have more influential roles in an Open Source project. They postulate that the motivation could be in the learning that is possible through Legitimate Peripheral Participation (LPP). In particular they notice that there is a relationship between active participation in the mailing list and the contributions made to the GIMP software, thus showing that the GIMP community is a meritocracy. Nakakoji et al. (2002) analyse the evolution of developer roles in four Open Source software projects.
They note that the evolution of developer roles is consistent with the theory of LPP and is determined by the existence of enthusiastic developers who aspire for more influential roles and the nature of the community encourages and enables these role changes. They further describe the co-evolution of the communities along with the systems, noting how any modification done to the system not only makes the system evolve but also modifies the roles of the developers and the social dynamics of the community. They cite the example of GIMP and explain that without new members aspiring to become core developers, the development of the Open Source project will stop the day the existing core members decide to leave the project in pursuit of other ventures (Nakakoji et al. 2002) . Herraiz et al. (2006) study the pattern of joining the GNOME Open Source project. They notice a majority of developers committed a change in the CVS repository before posting a bug report, thus
indicating that the onion model (Figure 1 ) based on the mailing lists and bug tracker is not very accurate when used to predict the joining behaviour of new members. Moreover, they noticed the difference in the joining patterns of volunteers and hired developers, while volunteers had a slow joining process, the hired developers integrated into the community very fast. Christley and Madey (2007) (2006) apply social network analysis techniques to the affiliation networks of developers for Apache, GNOME and KDE projects. When they plot the average weighted degree of the developers they find that the developers with higher degrees are only related to developers with similar degrees. Hence, they postulate that these developers can be called "core". de Souza et al. (2005) identify changes in developer positions in different Open Source projects by studying the Socio-Technical network of developers. They notice a core periphery shift by mining software repositories. The coreperiphery shift in a healthy Open Source project is when the peripheral developers move from the periphery of the project to the core, as their interest and contribution in the project increases (de Souza et al. 2005) .
As shown in Table 1 , most of the literature is concentrated on static core-periphery descriptions of Open Source social networks. We could only locate two papers that consider dynamics, out of which only one looked into the dynamic aspect of sociotechnical core-periphery shift. This research adds to the literature on the socio-technical core-periphery shift pattern while providing another way of assessing the health of an Open Source project. Our notion of Core-Periphery is from the perspective of the software, namely, if a developer modifies a more dependent part of the code (with more number of dependencies to other modules), he or she affects more code modules than when modifying the periphery modules. Using the average Core-Periphery shift metric we build on the notion of how one can determine the health of an Open Source project (Crowston and Howison, 2006) . All the papers mentioned above do not define the Core-Periphery structure of the social or technical network explicitly as attempted in this section. They focus more on how developers can successfully contribute to an Open Source project, rather than on the health of the Open Source project. We also wanted to explore what are the trends of motion in various Open Source projects. In order to identify the trends of motion we needed a method to first identify the core and the periphery of software. Then we needed a method to visualize the bipartite (or affiliation networks) core and the periphery of the software along with the developers working on them. This visualization also needs to be easily understandable (Baddeley 1994; Miller 1956 ). In order to make the visualization understandable we cluster the software modules of an Open Source project into 9 clusters (as will be described in the next section). We then create a bipartite or 2-mode affiliation network (Wasserman et al. 1994 ) of the clusters and the developers. The first paper to define and comprehensively describe the concept of core-periphery is Borgatti and Everett (1999) . They consider two types of core-periphery models namely (i)
Discrete Model: This model contains just two clusters: a core and a periphery. An actor belongs to the core depending on the correlation of the matrix of connections with the ideal core-periphery matrix (where a small group of actors, or the core form a clique and the rest are only connected to the core actors) (ii) Continuous Model: In this model they consider three clusters a core, a semi-periphery and a periphery. They suggest that one can try partitions with even more classes. According to Borgatti and Everett (1999) the concept of Core-Periphery structure describes the "pattern of ties" between actors in a network and where the core is more densely interconnected than the periphery. Everett and Borgatti (2000) follow up this work (in a companion piece for the same issue), by considering the Core/Periphery structure of a network with multiple cores. They consider each subset of the network as a core and try and define the periphery of the subset. We use a similar approach in this paper, as shown later (in the Method subsection). Our approach is also similar to the Core-Periphery perspective of de Souza et al.(2005) and Lopez-Fernandez et al.(2006) . At the same time, it is different, as we cluster the software and then see how the software module is. de Souza et al. (2005) 
Context:
The current structure of the system giving the context of the problem (gives an indication of the current structure of the system and could hint on other possible patterns that can be applied)
Developers working on the different areas (Core/Periphery) of the Software.
Forces:
Forces that require resolution (describe the different considerations that need to be balanced in the solution and hence can be considered a part of the problem)
When core developers move on to developing peripheral parts of the software (when the core is not stable yet) and soon leave the project.
Solution:
The solution proposed for the problem (solution represents the preferred way to deal with the problem based on knowledge from best practice solutions gathered from practitioners and researchers)
Get more developers interested in the core part of the software Resulting Context: Discusses the context resulting from applying the pattern. In particular, trade-offs should be mentioned Make sure that more people are interested in the core part of the software project.
Design Rationale/Related patterns:
The design rationale behind the proposed solution. Patterns are often coupled or composed with other patterns, leading to the concept of pattern language.
The core of the Open Source project is vital to its performance and hence needs more work in order to reach stability. necessarily have an impact on the health of the software. Thus, the Core-Periphery notion in this research is from the perspective of the software. If a developer modifies a more dependent part of the code, he or she affects more code modules than when working on the periphery modules and hence we state that the more dependent part of the code is the core.
So, in this sense we add one more method of defining Core-Periphery developers (Crowston et al. 2006c ). We claim that if the developers working on the core of the project move towards working on the periphery of the project and at the same time developers working on the periphery don't move to the core, then we have an STSC (the social structure clashes with the technical structure of the software). This is especially true if the core of the software is not stable, but after studying different Open Source projects with stable software cores we think one can safely say that this is true for most, if not all Open Source projects. This Open Source STSC is illustrated in Table 2 .
In order to visualize the core-periphery shift we consider the different visualisations of two mode data (Freeman 2000) relevant to our study, namely: 
IDENTIFICATION OF CORE-PERIPHERY SHIFT STSC IN OPEN SOURCE
In this section we describe how the Core-Periphery Shift STSC can be identified in an
Open Source project.
In order to identify the STSC we used a clustering algorithm based on the algorithm by Fernandez (1998) 
Method: Measuring the Core-Periphery Shift metric
As described earlier, we use the Everett and Borgatti (2000) model to handle the Core/Periphery of multiple subsets. We calculate the Core-Periphery Shift metric with nine subsets (or clusters as they are called here). The reason behind the number of clusters, is to prevent cognitive overload, when the number of elements is more than nine (in accordance with the famous seven plus or minus two rule by Miller (1956) ). The concept of coreperiphery used in this paper is similar to the socio-technical concept used by Lopez et al.
(2006) and de Souza et al. (2005) and uses affiliation networks of people depending on which part of the software they are working on. Or, in other words, the core-ness concept depends on the "pattern of ties" among the software modules. The software is clustered into nine clusters, each of the clusters has a number assigned to it depending on how core the cluster is, and the number is then assigned to the developers who have modified a file in the cluster. This number is an indicator of how core the software that a particular developer Matrix which is the matrix of the sizes of the clusters in the Cluster Dependency Matrix. Everett and Borgatti (2000) state that by choosing appropriate parameters one can include every node (that is not in the cohesive core subset) in the network into the periphery. We use a similar method by first identifying the core and the periphery of the network.
The procedure to calculate the core-periphery shift consists of the following steps:
1. Identifying the core and the periphery of the Cluster Dependency Matrix 2. Reordering the Cluster Dependency Matrix in the descending order of Core-ness. 
EMPIRICAL DATA
The purpose of this research is to help the software project manager become aware of the software core-periphery shifts in the software development process. To this end we tested our method on various Open Source projects from large (in terms of LOC) and popular projects like jEdit to relatively small and not so popular projects like JAIM and Megameknet. We chose these projects in order to get an idea of, as well as compare the Core-Periphery structures of small (JAIM), medium (Megameknet) and large (jEdit) projects. The reason we sample projects of different sizes is to see if Core-Periphery shifts occur even in large projects (with more LOC), as working on the different parts of the project would be more complicated (with more learning required for individual developers)
for large projects. Furthermore, we expect projects with large code (more LOC) to be associated with a larger community and as a result have a better health.
The software and the social technical connections required to develop the Matrices (described in the previous section) was derived from the Sourceforge.net site and mined with the help of our tool, TESNA (Amrit 2008) . We could then construct visualizations (as in Figure 2 ) of the Core-Periphery shifts through time. We could also calculate the Average CPDM over equal time intervals of each project. In order to calculate the Average CPDM, cumulative CVS Log data for the project was taken at regular intervals of time since the inception of the Open Source project. The Average CPDM was then calculated on this cumulative data (from the particular time period) according to the algorithm described in the earlier section. projects, was that, the language of coding had to be predominantly Java, as TESNA at present can calculate the call graph of only software written in Java. Given this constraint,
we could get quite a diverse set of projects to study varying from 3 developers and 847
LOC (JAIM) to 79 developers and nearly 72 KLOC (JBoss). Using the tool TESNA, we generated the author-cluster diagrams for the projects listed in Table 3 (using the matrices and the algorithm described in the earlier section). We noticed three distinct patterns of Core-Periphery shifts:
1) a steady shift away from the core 2) oscillatory shifts away and towards the core (almost sinusoidal in nature)
3) no perceptible shift away or towards the core
The first pattern (a steady shift away from the core) was observed in the JAIM project as seen in Figures 2-4 . We studied the JAIM project (like all the other projects) from the inception of the project (marked zero on the graph) until when we collected the data (mid 2008). For JAIM this period was 10 months. In Figure 2 , we notice the developer dingercat working on three Core software clusters (0, 3 and 6); while after an interval of time (in Figure 4 ) he is working on only one core cluster (cluster 0). After another equal interval of time we see him not working on any of the software clusters. This means he is modifying a non java file which could be an XML or HTML document. This trend is seen on plotting the Average CPDM versus the Version of the software as shown in Figure 5 . In Figure 5 , we see that after 7 1 / 2 months the Average CPDM reduces to zero as all the core developers (there were only two developers observed for the project) moved away from the core of the JAIM software. We also tested our Core-Periphery metric on large Open Source projects like jEdit. We calculated the Average CPDM over a period of 7 years since the inception of the project. In this case, we observed that after the initial dip there were no perceptible shifts away or towards the core over a period of time ( Figure 7 ). Table 3 is valid, in the sense that if a project has a steady shift away from the Core we can assume that the developer's interest in the project has begun to wane.
However, the converse as seen in the case of Megameknet and ivy-ssh need not be true, i.e. a project that is inactive or whose health is waning need not have a Core-Periphery shift away from the core. Further, an oscillatory shift to and from the Core need not indicate poor health of the project especially as the Average CPDM never touches zero (as in the case of Megameknet and ivy-ssh). the Average CPDM of ivy-ssh. As is clear from Figure 8 , the Average CPDM of JBoss reaches one but does not become zero as it does in the case of Megameknet and ivy-ssh (Figures 6, 9 ). Touching zero is considered unfavourable, as it would mean that during the period of observation not a single change has been done to the software (the Java code) and changes have only been done to the documentation or related files (like XML).
As explained earlier, the entries in Table 3 are arranged in the ascending order of Clustered Cost metric. From the data in Table 3 we can also gain some insight into the differences in modularity of the different Open Source projects. We see that even though JBoss has the highest LOC, it is only 5 th in Clustered Cost and hence much more modular than Megameknet or jython.
DISCUSSION AND CONCLUSION
In this paper, we have discussed how we applied the Core-Periphery concept from the field Average CPDM as in the case of jEdit could be considered as the converse. In this paper we claim that the trend of the Average CPDM is only an indicator that the health of the project maybe deteriorating, and need not always imply that the project is unhealthy.
We had expected larger projects (larger LOC) to be healthier, as they have a larger community. What we observe from The main contribution of this paper is the Core-Periphery shift pattern along with its usage.
We propose and demonstrate that this pattern can help in measuring and predicting the health of an Open Source project. Another contribution of this paper, is to look at the software code and try and define the core and the periphery of the code based on class and function dependencies rather than from the software design (which is not available generally in Open Source projects). This can provide one more method to determine the (Subramaniam et al. 2009) When studying the User Interest in Table 4 , one has to keep in mind the findings of Crowston et al. (2006b) (Crowston et al. 2006b) When one compares the values of User Interest with those in 
