





















näinen  kuva  näiden käsitteiden suhteista ja olemuksesta.  Lisäksi luodaan sil­
mäys   kouralliseen  muita  aihepiiriin  läheisesti   liittyviä  käsitteitä  ja   teknolo­
gioita.








siitä,  että  yleisesti  hyödynnettävien muunnosprosessia tukevien menetelmien 
luominen on mahdollista.
Tutkimuksen pohjalta  ei  voida kuitenkaan  tehdä  johtopäätöksiä   luotujen 
menetelmien   käyttökelpoisuudessa   käytännön   tilanteissa.  Jatkotutkimuksia 
vaaditaan tämän arvioinnin tekemiseksi.  Jatkotutkimuksia tarvitaan myös me­
netelmien kehittämiseksi  edelleen.  Lisäksi  järjestelmä­   ja  sovellusympäristön, 
sekä  käytössä  olevien tietovarastojen  merkitys muunnosprosessin onnistumi­
seen ja siinä käytettyjen menetelmien toimivuuteen vaatii lisäselvityksiä.









































ATOM  –  Kaksi  määrittelyä,  The  Atom   Syndication   Format   ja  The  Atom  Publishing 








REST  (representational  state transfer)  –  Arkkitehtuurinen tyyli,   joka määrittää  REST:in 
mukaisen www­sovelluspalvelun rajoitteet.









SOAP  (simple object  access  protocol)  –  www­sovelluspalvelujen   toteutukseen yleisesti 
käytetty, erityisesti palvelukeskeisen arkkitehtuurin tarpeisiin soveltuva, teknologia.
UML  (Unified modeling language)  –  Mallinnukseen käytettävä  kokoelma erilaisia kaa­
vioita ja elementtejä. 











































































arkkitehtuurinen tyyli   ja  näin  ollen riippumaton  käytetystä  protokollasta.  Protokollana 
voidaan käyttää mitä tahansa protokollaa, joka mahdollistaa REST:in vaatimusten täyttä­
misen [Li  and Wu, 2011].  Toisaalta voidaan kuitenkin väittää,  että  www on yhtä  kuin 
HTTP­protokolla tai tarkemmin HTTP­protokollaa käyttävä  asiakassovellus tai ­palvelu 
[Richardson and Ruby, 2007]. Lisäksi, koska HTTP on tällä hetkellä tyypillisin tapa toteut­














































pyyntö,   joka   sisältää   voimassaolevan   tunnisteen,   voidaan   yhdistää   sitä   vastaavaan 
istuntoon.
REST:in  mukaisessa  www­sovelluspalvelussa   vaatimuksena   on   tilattomuus   [W3C, 
2004a].  Toisaalta   tilattomuus käsitetään eri  yhteyksissä  hieman eri   tavalla.  Esimerkiksi 
www:n voidaan väittää olevan tilaton aina johtuen HTTP­protokollan luonteesta ja tästä 




























että   se  on käytännössä  kaikkialla  www:ssä  käytössä.  Myös  esimerkiksi  SOAP­palvelut 
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tetty  HTTP­metodi. Tässä  tapauksessa  se on  GET. Seuraavana on polku pyydettyyn re­
surssiin. Lyhimmillään polkumerkintä on merkki '/', joka tarkoittaa juurihakemistoa. Lo­
puksi ilmoitetaan vielä käytetty protokolla versioineen.
Seuraavalla   rivillä  alkavat   varsinaiset   otsikkotiedot.   Otsikkotiedot   ovat   joukko 














Tunniste Pakollisuus Kategoria Kuvaus
OPTIONS Ei Idempotentti Palauttaa listan palvelimen tuke-
mista metodeista.
GET Kyllä Turv., idem. Palauttaa pyydetyn resurssin.
HEAD Kyllä Turv., idem. Palauttaa pyydetyn resurssin ot-
sikkotiedostot ilman runko-osaa.
POST Ei Luo  uuden  aliresurssin  pyyntö-
sanomassa määritellyn URI:n al-
le. Käytännössä palvelin päättää 
toimenpiteet  sisällön  perusteel-
la.
PUT Ei Idempotentti Lisää  lähetetyn  resurssin  pyyn-
tösanomassa  määritellyn  URI:n 
alle.
DELETE Ei Idempotentti Poistaa pyyntösanomassa mää-
ritellyn resurssin.
TRACE Ei Idempotentti Palauttaa lähetetty otsikkotiedot 
sellaisenaan takaisin.  Tarkoitet-
tu verkon diagnostiikkaan.




sia  REST:in   mukaisia   www­sovelluspalveluita   tarkasteltaessa  näistä   ovat   erityisesti 
OPTIONS,  GET,  HEAD,  POST, PUT ja DELETE. Nämä  metodit voidaan jakaa edelleen 
















siis  esimerkiksi  DELETE­metodin seurauksena  haluttu  resurssi  poistetaan,   ja   jos  kutsu 
tehtäisiin uudelleen, pysyisi resurssi edelleen poistettuna [Richardson and Ruby, 2007].
Sovelluksen kannalta ongelmallinen tilanne voi syntyä,  jos samaan resurssiin on oi­
keudet   useammalla   asiakassovelluksella.   Oletetaan,   että   asiakassovellus  A  suorittaa 












tyttävä  erottelemaan samaan käsitteeseen liittyvät resurssit   jollakin mekanismilla toisis­
taan.
REST:in mukaisen www­sovelluspalvelun näkökulmasta tärkeintä on kuitenkin pyr­
kiä   suunnittelemaan   sovelluksesta   sellainen,   joka   mahdollisimman   hyvin   vastaa 
HTTP­määrittelyssä määriteltyjä tavoitteita.
POST­metodi ei ole turvallinen, eikä idempotentti. Alkujaan POST­metodi on suunni­



























HTTP/1.1 200 OK 
Date: Sun, 24 Feb 2013 07:22:53 GMT 
Server: Apache 


















2XX Onnistumista ilmaisevat tilakoodit. 
3XX Uudelleenohjaukseen liittyvät tilakoodit.
4XX Asiakassovelluksen virheestä so. virheellisestä HTTP-pyyntösano-
masta  kertovat  tilakoodit.  Tämän ryhmän koodien  mukana tulee 
aina palauttaa kuvaus virheestä ja virheen pysyvyydestä.
5XX Palvelinsovelluksen  virheestä  kertovat  tilakoodit.  Tämän ryhmän 























HTTP­otsikkotiedot  muodostuvat   avain­arvopareista.  HTTP­määrittelyssä   itsessään   on 
määritelty runsas joukko erilaista otsikkotietoja.  Otsikkotiedot voivat olla joko pakollisia 
tai   valinnaisia.   Pakollinen   otsikkotieto   on   esimerkiksi   aiemmin   tässä   luvussa   kuvattu 
'Host'. Valinnaisia otsikkotietoja ovat esimerkiksi 'Content­Type' ja' Etag'. [NWG, 1999]








la   tiedetään,   että   asiakassovelluksella   on   jo   tuorein   versio   käytössä.   [Richardson   and 
Ruby, 2007]
Varsinaisessa HTML­määrittelyssä kuvattujen otsikkotietojen lisäksi on olemassa iso 
joukko erilaisia määrittelyn ulkopuolisia otsikkotietoja.  Ehkä   laajimmin käytössä  olevat 
määrittelyn ulkopuoliset otsikkotiedot ovat 'Cookie' ja 'Set­Cookie'.
Cookie­otsikkotietoa käytetään erityisesti kirjautumisen vaativissa verkkopalveluissa. 
Tällöin  Set­Cookie­otsikkotiedon arvona palvelin  välittää  asiakassovellukselle  numeeri­
seen tunnisteen, jonka asiakassovellus tallentaa levylle ja lähettää tämän jälkeen jokaisen 




























URI { skeema:polku [ ? kysely ]  } [ # tarkenne ]





ta määreestä,   jossa polkuosan nimi (ja sijainti) on määritelty. Kysymysmerkillä  voidaan 
edelleen erottaa myös kyselyosa. Kyselyosa muodostuu tyypillisesti nimi­arvo  ­pareista 












daan   identifioida   URI:lla.  Jokaisella   resurssilla   tulee   siis   olla   vähintään   yksi   URI 









Taulukossa  6  esitetystä  URI:sta  voimme helposti  päätellä,   että   resurssi,   johon  URI 
osoittaa, on tilaus, joka on tehty 25.2.2013 ja jonka tilausnumero on 98765. Lisäksi voimme 











vellukset  hyväksyvät   vaihtelevan  pituisia  URI:a  [BOUTEL,   2006].  Kuvailevien  URI:en 
eräänä   suunnitteluhaasteena  onkin  se,  että  niiden  muodostuessa  hyvin pitkiksi  niiden 














lit  on monesti   järkevä   rajata  tiettyyn päätelaitteeseen tai   laitteen käyttöön koulutetulle 




























































jo linkkien perusteella,  että  tulos ei  ollut haluttu.  Tällöin voidaan tehdä  vaikkapa uusi 
haku tai käyttää toista hakukonetta.
Täysin   ohjelmallisilla   asiakassovelluksilla   tilanne   on   aivan   sama.   Päättelyprosessi 
poikkeaa kuitenkin huomattavasti  edellä esitetystä. Tällöin onkin  käytännössä välttämä­










tehtyjen   muutosten   muuttaminen   myös   asiakassovellukselle   pitäisi   olla  tyypillisesti 
triviaali toimenpide. Tilanne on aivan toinen, jos käytetty rajapinta perustuu esimerkiksi 




kaikkien  tiedossa.  Tästä   syystä  HTTP:n mahdollistama omien metodien  lisääminen on 
ROA:ssa kielletty, koska tällöin käytetyt metodit eivät ole samat kaikkialla ja niiden käyttö 
vaatii erikseen hankittua tietoisuutta niiden toiminnasta. [Richardson and Ruby, 2007]




















   <title>Example Feed</title>
   <link href="http://example.org/"/>
     <updated>2003-12-13T18:30:02Z</updated>
     <author>
      <name>John Doe</name>
     </author>
    <id>urn:uuid:60a76c80-d399-11d9-b93C-0003939e0af6</id>
    <entry>
     <title>Atom-Powered Robots Run Amok</title>
       <link href="http://example.org/2003/12/13/atom03"/>
     <id>urn:uuid:1225c695-cfb8-4ebb-aaaa-80da344efa6a</id>
       <updated>2003-12-13T18:30:02Z</updated>
       <summary>Some text.</summary>
















       Host: example.org
       User-Agent: Thingio/1.0
       Authorization: Basic ZGFmZnk6c2VjZXJldA==
       Content-Type: application/atom+xml;type=entry
       Content-Length: nnn
       Slug: First Post
       <?xml version="1.0"?>
       <entry xmlns="http://www.w3.org/2005/Atom">
         <title>Atom-Powered Robots Run Amok</title>
         <id>urn:uuid:1225c695-cfb8-4ebb-aaaa-80da344efa6a</id>
         <updated>2003-12-13T18:30:02Z</updated>
         <author><name>John Doe</name></author>
         <content>Some text.</content>
       </entry>
HTTP/1.1 201 Created
       Date: Fri, 7 Oct 2005 17:17:11 GMT
       Content-Length: nnn
       Content-Type: application/atom+xml;type=entry;charset="utf-8"
       Location: http://example.org/edit/first-post.atom
       ETag: "c180de84f991g8"











tetty   XML­pohjainen   kieli.   Asiakassovellus   voi   ladata   www­sovelluspalvelun 
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  <grammars> 
   <include href="NewsSearchResponse.xsd"/> 
   <include href="Error.xsd"/> 
  </grammars> 
 
  <resources base="http://api.search.yahoo.com/NewsSearchService/V1/"> 
   <resource path="newsSearch"> 
    <method name="GET" id="search"> 
     <request> 
      <param name="appid" type="xsd:string" style="query" required="true"/> 
      <param name="query" type="xsd:string" style="query" required="true"/> 
      <param name="type" style="query" default="all"> 
         <option value="all"/> 
         <option value="any"/> 
         <option value="phrase"/>
      </param> 
      <param name="results" style="query" type="xsd:int" default="10"/> 
      <param name="start" style="query" type="xsd:int" default="1"/> 
      <param name="sort" style="query" default="rank"> 
         <option value="rank"/> 
         <option value="date"/> 
      </param> 
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       <param name="language" style="query" type="xsd:string"/> 
      </request> 
      
      <response status="200"> 
        <representation mediaType="application/xml" element="yn:ResultSet"/> 
      </response> 
      <response status="400"> 
           <representation mediaType="application/xml" element="ya:Error"/> 
      </response> 
     
     </method> 
    </resource> 
  </resources> 
 </application>
Taulukko 9: Esimerkki WADL­kuvauskielestä [W3C, 2009].
Taulukossa  9  on   esitetty   esimerkki  WADL­kuvauskielestä.  Esimerkki   on   kuvaus 
Yahoon uutishakupalvelun hakutoiminnosta.
Esimerkissä määritellään aluksi käytetyt kieliopit 'grammars'­lohkossa. Tämän jälkeen 
määritellään   resurssi   ja   sen   polku.   Lisäksi   määritellään  tuettu  HTTP­metodi:  GET. 
'request'­lohkossa määritellään hyväksytyt URI­parametrit erilaisiin hakutulosten rajaus­
operaatioihin.   Lopuksi   'response'­lohkossa   esimääritellään  HTTP­statuskoodit   onnistu­
neelle ja epäonnistuneelle hakuoperaatiolle. Lisäksi määritellään palautettavan represen­
taation formaatti.
















vat  operaatiot,   esimerkiksi  valokuvan poistaminen,   toteutetaan  HTTP­rajapinnan ulko­
puolella.
Tason 2  www­sovelluspalvelussa  jokainen URI   tukee  lisäksi  useita  HTTP­metodeja 
[Richardson, 2008]. Tällainen www­sovelluspalvelu täyttää jo monelta osin edellä kuvaa­
mani REST:in mukaisen www­sovelluspalvelun vaatimukset. Kaikki kiinnostava tieto on 
saavutettavissa   URI:en   kautta   ja   toisaalta   yleisen   rajapinnan   vaatimus   täyttyy   aidon 
HTTP­metodien hyödyntämisen kautta.
Kuitenkin   vasta   tasolla   3   www­sovelluspalvelun   voidaan   katsoa   olevan   aidosti 
REST:in mukainen. Tästä huomauttaa myös Fielding [2008]. Tason 3 www­sovelluspalve­












  <slot id = "1234" doctor = "mjones" start = "1400" end = "1450"/>
  <patient id = "jsmith"/>
  <link rel = "/linkrels/appointment/cancel"
        uri = "/slots/1234/appointment"/>
  <link rel = "/linkrels/appointment/addTest"
        uri = "/slots/1234/appointment/tests"/>
  <link rel = "self"
        uri = "/slots/1234/appointment"/>
  <link rel = "/linkrels/appointment/changeTime"
        uri = "/doctors/mjones/slots?date=20100104@status=open"/>
  <link rel = "/linkrels/appointment/updateContactInfo"
        uri = "/patients/jsmith/contactInfo"/>
  <link rel = "/linkrels/help"




Taulukossa  10  on  esimerkki  sairaalan ajanvarauspalvelun yksittäisestä   toiminnosta. 
Ensin on lähetetty HTTP­pyyntö sovellukselle varata lääkärin vastaanottoaika asiakkaalle, 
jonka tunniste on  'jsmith'. Pyyntösanomaan saatuun vastaussanomaan sisältyy tiedot va­
ratusta   ajasta   ja   lisäksi   mahdollisista   jatko­operaatiosta,   kuten   ajan   peruutus, 
(laboratorio)kokeen   lisääminen,  varauksen   ajankohdan  muuttaminen,   yhteystietojen 
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sinkertaistamiseen   ja   palauttamiseen   takaisin   niihin   periaatteisiin,   jotka   ovat   tehneet 
www:stä suositun. Toisaalta ne myös sietävät muutoksia hyvin, joten palvelinsovelluksen 
muuttuessa ei kaikkia asiakassovelluksia tarvitse välttämättä  muuttaa. Www:stä   löytyy 














edistää  ymmärrystä,   toisaalta  resurssipohjaisuuden  eroista  suhteessa  palvelupohjaisuu­
teen, ja toisaalta vastata asiakastoiveiden täyttämisen asettamaan haasteeseen muunnet­
taessa olemassa olevia palveluita SOAP:ista REST:in mukaisiksi.
Www:stä  löytyy joukko työkaluja,  jotka väittävät tekevänsä  muunnoksen  SOAP:ista 
REST:in mukaiseksi  automaattisesti.  Tällainen on esimerkiksi  WebServiceEngine [2013]. 
Lisäksi olemassa olevaa SOAP­pohjaista www­sovelluspalvelua voidaan täydentää esikä­








REST:in  mukaisia  piirteitä.  Mitä   luultavimmin myöskään varsinainen SOAP­palvelu ei 
ole suunniteltu  linkitettävyyttä  silmällä  pitäen,   joten edes  asiakassovellus ei  ole tällöin 
välttämättä  aidosti REST:in mukainen, koska linkitettävyyden vaatimus ei täyty.  Lisäksi 
yksi  REST:in  mukaisen sovelluksen suunnittelutavoitteista on  yksinkertaisuus. Tässä lä­
hestymistavassa kuitenkin ainoastaan lisätään monimutkaisuutta lisäämällä edelleen yksi 
”ylimääräinen” kerros  lisää  palvelurajapintaan.  Tämä  myös hidastaa pyyntöjen proses­
sointia [Guinard et al., 2011].













































































  <s:element name="GetWeather">
        <s:complexType>
          <s:sequence>
            <s:element minOccurs="0" maxOccurs="1" name="CityName" type="s:string"/>
            <s:element minOccurs="0" maxOccurs="1" name="CountryName" 
type="s:string"/>
          </s:sequence>
        </s:complexType>
  </s:element>
  <s:element name="GetWeatherResponse">
        <s:complexType>
          <s:sequence>
            <s:element minOccurs="0" maxOccurs="1" name="GetWeatherResult" 
type="s:string"/>
          </s:sequence>
        </s:complexType>
  </s:element>
  <s:element name="GetCitiesByCountry">
        <s:complexType>
          <s:sequence>
            <s:element minOccurs="0" maxOccurs="1" name="CountryName" 
type="s:string"/>
          </s:sequence>
        </s:complexType>
  </s:element>
  <s:element name="GetCitiesByCountryResponse">
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        <s:complexType>
          <s:sequence>
            <s:element minOccurs="0" maxOccurs="1" name="GetCitiesByCountryResult" 
type="s:string"/>
          </s:sequence>
        </s:complexType>
  </s:element>




'wsdl:types'­lohko   sisältää   palvelun   tyyppimäärittelyt   [W3C,  2001].  Taulukossa  12 
'wsdl:types'­lohkon sisällä voidaan nähdä muun muassa 's:element'­lohkon aloitusmäärit­
tely,   jonka   nimi   on   määritelty  'name'­attribuutilla   muotoon   'GetCitiesByCountry'. 
's:element'­lohkon sisällä  on edelleen 's:complexType'­lohko. Tämä tyyppimäärittely ku­
vaa tietotyypin, joka muodostuu  listasta, jonka alkiot ovat  perustyyppiä 's:string'  olevia 
tietueita nimeltä 'CountryName'. Elementtien nimien perusteella voidaan päätellä, että tie­
totyyppiä käytetään valtion nimen välittämiseen www­sovelluspalvelulle.




    <wsdl:part name="parameters" element="tns:GetCitiesByCountry"/>
</wsdl:message>
  <wsdl:message name="GetCitiesByCountrySoapOut">
    <wsdl:part name="parameters" element="tns:GetCitiesByCountryResponse"/>
</wsdl:message>
<wsdl:message name="GetCitiesByCountryHttpGetIn">
    <wsdl:part name="CountryName" type="s:string"/>
</wsdl:message>
<wsdl:message name="GetCitiesByCountryHttpGetOut">
    <wsdl:part name="Body" element="tns:string"/>
</wsdl:message>
<wsdl:message name="GetCitiesByCountryHttpPostIn">
    <wsdl:part name="CountryName" type="s:string"/>
</wsdl:message>
<wsdl:message name="GetCitiesByCountryHttpPostOut">
    <wsdl:part name="Body" element="tns:string"/>
</wsdl:message>
Taulukko 13: Esimerkki 'wsdl:message'­lohkoista.
Taulukosta  13  on  esimerkki  WSDL­kuvauksen   'wsdl:messages'­lohkoista. 
'wsdl:message' määrittää sanoman sisällön [W3C, 2001]. Esimerkiksi siis ylimpänä esiinty­






  <wsdl:operation name="GetWeather">
      <wsdl:documentation xmlns:wsdl="http://schemas.xmlsoap.org/wsdl/">Get weather 
report for all major cities around the world.</wsdl:documentation>
      <wsdl:input message="tns:GetWeatherSoapIn"/>
      <wsdl:output message="tns:GetWeatherSoapOut"/>
  </wsdl:operation>
  
  <wsdl:operation name="GetCitiesByCountry">
      <wsdl:documentation xmlns:wsdl="http://schemas.xmlsoap.org/wsdl/">Get all major 
cities by country name(full / part).</wsdl:documentation>
      <wsdl:input message="tns:GetCitiesByCountrySoapIn"/>




'wsdl:portType'­lohko määrittää   joukon abstrakteja  operaatioita  [W3C,  2001].  Kuten 
taulukosta 14 voidaan nähdä esimerkiksi 'GetCitiesByCountry' operaatiolle on määritelty 




  <soap:binding transport="http://schemas.xmlsoap.org/soap/http"/>
  
  <wsdl:operation name="GetWeather">
    
     <soap:operation soapAction="http://www.webserviceX.NET/GetWeather" 
style="document"/>
    
    <wsdl:input>
        <soap:body use="literal"/>
    </wsdl:input>
    
    <wsdl:output>
        <soap:body use="literal"/>
    </wsdl:output>
  
  </wsdl:operation>
  <wsdl:operation name="GetCitiesByCountry">
    
     <soap:operation soapAction="http://www.webserviceX.NET/GetCitiesByCountry" 
style="document"/>
    
     <wsdl:input>
        <soap:body use="literal"/>
    </wsdl:input>
    
    <wsdl:output>
        <soap:body use="literal"/>






Taulukossa  15  on   esimerkkinä   toimivan  www­sovelluspalvelun   yksi 
'wsdl:binding'­lohko.   'wsdl:binding'­lohko   määrittää   varsinaisen   toiminnallisuuden 
abstrakteille porteille [W3C, 2001]. Yhtä abstraktia porttityyppimääritystä kohden voi olla 
rajaton määrä 'wsdl:binding'­määrityksiä.
'wsdl:binding'­lohkosta   löytyy  myös   viittaukset   edellä  määriteltyihin  abstrakteihin 
operaatioihin. Tässä yhteydessä määritellään myös operaation kohteen tunniste attribuu­
tin   'soapAction'   arvona.   Esimerkiksi   siis   operaation   'GetCitiesByCountry'   kohde   on 
'http://www.webserviceX.NET/GetCitiesByCountry'. Tässä on hyvä huomata, että  tun­
niste   ei   ole   sama   asia   kuin  www:ssä   tiettyyn   paikkaan   osoittava  URI.   Kyseessä   on 
SOAP­palvelun sisäinen tunniste.
<wsdl:service name="GlobalWeather">
    <wsdl:port name="GlobalWeatherSoap" binding="tns:GlobalWeatherSoap">
      <soap:address location="http://www.webservicex.net/globalweather.asmx"/>
    </wsdl:port>
    
    <wsdl:port name="GlobalWeatherSoap12" binding="tns:GlobalWeatherSoap12">
      <soap12:address location="http://www.webservicex.net/globalweather.asmx"/>
    </wsdl:port>
    
    <wsdl:port name="GlobalWeatherHttpGet" binding="tns:GlobalWeatherHttpGet">
      <http:address location="http://www.webservicex.net/globalweather.asmx"/>
    </wsdl:port>
    
    <wsdl:port name="GlobalWeatherHttpPost" binding="tns:GlobalWeatherHttpPost">
      <http:address location="http://www.webservicex.net/globalweather.asmx"/>















Käytännössä   tämä   tarkoittaa   'wsdl:portType'­lohkojen   sisältämien 
'wsdl:operation'­lohkojen   'name'   ­attribuuttien   joukkoa.  Jokainen  täsmälleen   sama 
'name'­attribuutti voi siis esiintyä ainoastaan kerran riippumatta esiintymiskertojen luku­
määrästä 'wsdl:portType'­lohkossa.





telyn esimerkit  noudattavat kuitenkin saman tyyppistä  nimeämiskäytäntöä  kuin edellä 
esitetystä esimerkkipalvelun WSDL­kuvauksesta voidaan nähdä. 
On tietysti  siis  täysin mahdollista, että  operaatiot on nimetty vaikkapa jonkin oman 
numerokoodijärjestelmän  mukaan.   Tällöin  pilkkominen  ei   ole  tietenkään  aivan   yhtä 
suoraviivainen  toimenpide.  Koska  nimeämiselle   ei   ole   yhtenäistä   käytäntöä,   tarvitaan 
pilkkomisvaiheessa   kuitenkin   joka   tapauksessa   ad   hoc   ­päättelyä,   joten   erilaisten 
nimeämiskäytäntöjen tullessa vastaan on ne ensin määriteltävä.
Lähden tässä  kuitenkin  siitä  olettamuksesta,  että  operaatiot on nimetty kuvailevasti 
jollakin systemaattisella menetelmällä.
Edellä  saadun  operaatiojoukon   tapauksessa  nimeämiskäytäntö   voitaisiin  määritellä 
vaikkapa ensin  siten, että jokainen suuraakkosella alkava merkkijono on sana. Näin esi­
merkiksi   operaatio  'GetCitiesByCountry'  saadaan   pilkottua  sekvenssiksi  merkkijonoja: 
('Get', 'Cities', 'By', 'Country').
Edelleen voidaan esimerkkitapauksessa määritellä, että sekvenssin ensimmäinen alkio 
määrittää  operaation  luonteen,  apusanat merkitsevät  relaatiota,  sekvenssin  toinen sana 
merkitsee entiteettiä  ja  jäljelle jääneet  sanat ovat  sekvenssin määrittämän entiteetin attri­














todin valinnassa  onnistuminen lienee pitkälle kiinni nimeämiskäytännön selkeydestä   ja 

















ollut  luonteeltaan  atribuutin sijaan entiteetti.  Tarvittaessa on  siis myös mahdollista olla 
noudattamatta muunnosmekaniikkaa orjallisesti ja tehdä tämän kaltaisia lisäyksiä. Lisäyk­




dostettu mekaanisesti  siten, että  relaatiomerkkiä  edeltävä  alkio asettuu kaksipaikkaisen 











kiä   (tai ei  muuten voida tai haluta käyttää  esitettyä   tapaa),  voidaan tarvittavat suhteet 















Entiteettien  muut  attribuutit   on   päätelty   tyyppimäärittelyjen  sellaisten 
's:element'­lohkojen   perusteella,   jotka   ovat  tyypitykseltään   jotakin  perustyyppiä. 
Esimerkkitapauksessa   kaikki   attribuutit   ovat   merkkijonomuotoisia.   Myös   muut 














Vaihtoehtoisesti  voimme hyödyntää  myös  operaatioiden   tunnistamisvaiheessa  tun­
nistettuja  operaatioita.   Esimerkkitapauksessamme   siis   tunnistimme   operaatiot 
'GetWeather'   ja  'GetCitiesByCountry'.  Jotta pitäisimme www­sovelluspalvelumme mah­
dollisimman   samanlaisena   verrattuna   alkuperäiseen   SOAP­palveluun  toteutamme  siis 
ainoastaan näistä johdetut operaatiot. Voimme helposti päätellä, että vaadittu toiminnal­
lisuus on siis tässä  tapauksessa säätietojen haku ja kaupunkien haku  attribuutin  'valtio' 
perusteella.
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reotyypin   'Root'.   Käytännössä   tämä   on   siis   GlobalWeather­palvelun   aloituspiste. 
Aliresursseja ovat ainoastaan 'Container'­stereotyypin toteuttava 'Cities'.
'Container'­stereotyypin mukainen resurssi on joukko muita resursseja. Tässä tapauk­
sessa   siis   joukko   'Item'   ­stereotyypin   toteuttavia   'City'­resursseja.   Käytännössä 
'Container'­stereotyypin   toteutus   sisältää   listauksen  URI:a  määritellyn   tyyppisiin   alire­
sursseihin.
Kuvassa  5  näemme   'City'­elementin   resurssimallin.   Mallissa   'City'­elementille   on 




















  <atom:link rel="self" href="cities?country=suomi"/> 
  <city><atom:link rel="self" href="cities/tampere_suomi"/></city> 




  <atom:link rel="self" href="cities/tampere_suomi"/>
  <weather><atom:link rel="self" href="cities/tampere_suomi/weather"/></weather> 
</city>
<weather xml:base="http://globalweather.example/"> 
  <atom:link rel="self" href="cities/tampere_suomi/weather"/> 
</weather>
Taulukko 18: Esimerkki GlobalWeather­palvelun representaatioista XML­muodossa.
Taulukosta  18  voimme   nähdä   esimerkin   kaikista   resurssimallista   johdetuista 
representaatioista. Huomionarvoinen yksityiskohta on erityisesti taulukossa 17 määritelty 
{ city.name }­parametri. Kaupungin nimi ei välttämättä ole yksilöivä so. eri valtioissa voi 
olla   täsmälleen saman nimisiä  kaupunkeja.  Olen  kiertänyt   tämän ongelman  lisäämällä 
kaupungin nimen perään merkin '_' ja sen jälkeen valtion nimen.
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Tapa vaikuttaa suoraviivaiselta,  mutta aiheuttaa käytännössä  ongelmia.  Ongelmista 
ehkäpä  selkein on  se, että  kaupungin nimeä ei voida laaditun mallin pohjalta esittää it­
senäisenä   tietona.  Valittu   tunniste   riippuu   kuitenkin   täysin   taustatoteutuksesta   ja   jos 
taustatoteutusta ei voida muuttaa, kuten tässä  on oletetettu, niin täytyy valikoida jokin 








toiminallisuuden  osalta  mahdollisimman  suureen  samankaltaisuuteen  alkuperäisen 
www­sovelluspalvelun kanssa, lopputuloksen ollessa tästä huolimatta REST:in mukainen.
Lopulliseen   toteutukseen   voidaan   käyttää   jotakin   valmista   REST:in   mukaisten 
www­sovelluspalvelujen   toteuttamiseen   tarkoitettua   sovelluskehystä.   Tällainen   on 





















pinnan 'http://soap.serviceuri.example'  toteutus edellä   luodulla REST:in mukaisella to­
teutuksella. Tämä vaatii muutoksia komponentteihin 'Palvelu_A' ja 'Asiakas'.
Jos oletetaan,  että  palvelua käytetään tavallisella www­selaimella voi  parhaassa ta­
pauksessa riittää  ainoastaan SOAP­rajapintaan liittyvän toteutuksen poistaminen  'Asia­
kas'­komponentista. Muissa tapauksissa muutokset ovat kuitenkin tarpeen. Lisäksi resurs­
sipohjaiseen malliin   siirtyminen voi  aiheuttaa  muutoksia  käyttöliittymän toteutukseen. 














taa  muunnos  SOAP­palvelusta  REST:in  mukaiseen  palveluun.  Tehdessäni   tämän  olen 
osoittanut, että  muunnos on mahdollinen ja toisaalta luonut hahmotelmia mekaanisista 
säännöistä helpottamaan muunnosprosessia. Lisäksi muunnosprosessin lomassa esittämä­


































































































































    <s:schema elementFormDefault="qualified" 
targetNamespace="http://www.webserviceX.NET">
      <s:element name="GetWeather">
        <s:complexType>
          <s:sequence>
            <s:element minOccurs="0" maxOccurs="1" name="CityName" type="s:string"/>
            <s:element minOccurs="0" maxOccurs="1" name="CountryName" 
type="s:string"/>
          </s:sequence>
        </s:complexType>
      </s:element>
      <s:element name="GetWeatherResponse">
        <s:complexType>
          <s:sequence>
            <s:element minOccurs="0" maxOccurs="1" name="GetWeatherResult" 
type="s:string"/>
          </s:sequence>
        </s:complexType>
      </s:element>
      <s:element name="GetCitiesByCountry">
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        <s:complexType>
          <s:sequence>
            <s:element minOccurs="0" maxOccurs="1" name="CountryName" 
type="s:string"/>
          </s:sequence>
        </s:complexType>
      </s:element>
      <s:element name="GetCitiesByCountryResponse">
        <s:complexType>
          <s:sequence>
            <s:element minOccurs="0" maxOccurs="1" name="GetCitiesByCountryResult" 
type="s:string"/>
          </s:sequence>
        </s:complexType>
      </s:element>
      <s:element name="string" nillable="true" type="s:string"/>
    </s:schema>
  </wsdl:types>
  <wsdl:message name="GetWeatherSoapIn">
    <wsdl:part name="parameters" element="tns:GetWeather"/>
  </wsdl:message>
  <wsdl:message name="GetWeatherSoapOut">
    <wsdl:part name="parameters" element="tns:GetWeatherResponse"/>
  </wsdl:message>
  <wsdl:message name="GetCitiesByCountrySoapIn">
    <wsdl:part name="parameters" element="tns:GetCitiesByCountry"/>
  </wsdl:message>
  <wsdl:message name="GetCitiesByCountrySoapOut">
    <wsdl:part name="parameters" element="tns:GetCitiesByCountryResponse"/>
  </wsdl:message>
  <wsdl:message name="GetWeatherHttpGetIn">
    <wsdl:part name="CityName" type="s:string"/>
    <wsdl:part name="CountryName" type="s:string"/>
  </wsdl:message>
  <wsdl:message name="GetWeatherHttpGetOut">
    <wsdl:part name="Body" element="tns:string"/>
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  </wsdl:message>
  <wsdl:message name="GetCitiesByCountryHttpGetIn">
    <wsdl:part name="CountryName" type="s:string"/>
  </wsdl:message>
  <wsdl:message name="GetCitiesByCountryHttpGetOut">
    <wsdl:part name="Body" element="tns:string"/>
  </wsdl:message>
  <wsdl:message name="GetWeatherHttpPostIn">
    <wsdl:part name="CityName" type="s:string"/>
    <wsdl:part name="CountryName" type="s:string"/>
  </wsdl:message>
  <wsdl:message name="GetWeatherHttpPostOut">
    <wsdl:part name="Body" element="tns:string"/>
  </wsdl:message>
  <wsdl:message name="GetCitiesByCountryHttpPostIn">
    <wsdl:part name="CountryName" type="s:string"/>
  </wsdl:message>
  <wsdl:message name="GetCitiesByCountryHttpPostOut">
    <wsdl:part name="Body" element="tns:string"/>
  </wsdl:message>
  <wsdl:portType name="GlobalWeatherSoap">
    <wsdl:operation name="GetWeather">
      <wsdl:documentation xmlns:wsdl="http://schemas.xmlsoap.org/wsdl/">Get weather 
report for all major cities around the world.</wsdl:documentation>
      <wsdl:input message="tns:GetWeatherSoapIn"/>
      <wsdl:output message="tns:GetWeatherSoapOut"/>
    </wsdl:operation>
    <wsdl:operation name="GetCitiesByCountry">
      <wsdl:documentation xmlns:wsdl="http://schemas.xmlsoap.org/wsdl/">Get all major 
cities by country name(full / part).</wsdl:documentation>
      <wsdl:input message="tns:GetCitiesByCountrySoapIn"/>
      <wsdl:output message="tns:GetCitiesByCountrySoapOut"/>
    </wsdl:operation>
  </wsdl:portType>
  <wsdl:portType name="GlobalWeatherHttpGet">
    <wsdl:operation name="GetWeather">
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      <wsdl:documentation xmlns:wsdl="http://schemas.xmlsoap.org/wsdl/">Get weather 
report for all major cities around the world.</wsdl:documentation>
      <wsdl:input message="tns:GetWeatherHttpGetIn"/>
      <wsdl:output message="tns:GetWeatherHttpGetOut"/>
    </wsdl:operation>
    <wsdl:operation name="GetCitiesByCountry">
      <wsdl:documentation xmlns:wsdl="http://schemas.xmlsoap.org/wsdl/">Get all major 
cities by country name(full / part).</wsdl:documentation>
      <wsdl:input message="tns:GetCitiesByCountryHttpGetIn"/>
      <wsdl:output message="tns:GetCitiesByCountryHttpGetOut"/>
    </wsdl:operation>
  </wsdl:portType>
  <wsdl:portType name="GlobalWeatherHttpPost">
    <wsdl:operation name="GetWeather">
      <wsdl:documentation xmlns:wsdl="http://schemas.xmlsoap.org/wsdl/">Get weather 
report for all major cities around the world.</wsdl:documentation>
      <wsdl:input message="tns:GetWeatherHttpPostIn"/>
      <wsdl:output message="tns:GetWeatherHttpPostOut"/>
    </wsdl:operation>
    <wsdl:operation name="GetCitiesByCountry">
      <wsdl:documentation xmlns:wsdl="http://schemas.xmlsoap.org/wsdl/">Get all major 
cities by country name(full / part).</wsdl:documentation>
      <wsdl:input message="tns:GetCitiesByCountryHttpPostIn"/>
      <wsdl:output message="tns:GetCitiesByCountryHttpPostOut"/>
    </wsdl:operation>
  </wsdl:portType>
  <wsdl:binding name="GlobalWeatherSoap" type="tns:GlobalWeatherSoap">
    <soap:binding transport="http://schemas.xmlsoap.org/soap/http"/>
    <wsdl:operation name="GetWeather">
      <soap:operation soapAction="http://www.webserviceX.NET/GetWeather" 
style="document"/>
      <wsdl:input>
        <soap:body use="literal"/>
      </wsdl:input>
      <wsdl:output>
        <soap:body use="literal"/>
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      </wsdl:output>
    </wsdl:operation>
    <wsdl:operation name="GetCitiesByCountry">
      <soap:operation soapAction="http://www.webserviceX.NET/GetCitiesByCountry" 
style="document"/>
      <wsdl:input>
        <soap:body use="literal"/>
      </wsdl:input>
      <wsdl:output>
        <soap:body use="literal"/>
      </wsdl:output>
    </wsdl:operation>
  </wsdl:binding>
  <wsdl:binding name="GlobalWeatherSoap12" type="tns:GlobalWeatherSoap">
    <soap12:binding transport="http://schemas.xmlsoap.org/soap/http"/>
    <wsdl:operation name="GetWeather">
      <soap12:operation soapAction="http://www.webserviceX.NET/GetWeather" 
style="document"/>
      <wsdl:input>
        <soap12:body use="literal"/>
      </wsdl:input>
      <wsdl:output>
        <soap12:body use="literal"/>
      </wsdl:output>
    </wsdl:operation>
    <wsdl:operation name="GetCitiesByCountry">
      <soap12:operation soapAction="http://www.webserviceX.NET/GetCitiesByCountry" 
style="document"/>
      <wsdl:input>
        <soap12:body use="literal"/>
      </wsdl:input>
      <wsdl:output>
        <soap12:body use="literal"/>
      </wsdl:output>
    </wsdl:operation>
  </wsdl:binding>
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  <wsdl:binding name="GlobalWeatherHttpGet" type="tns:GlobalWeatherHttpGet">
    <http:binding verb="GET"/>
    <wsdl:operation name="GetWeather">
      <http:operation location="/GetWeather"/>
      <wsdl:input>
        <http:urlEncoded/>
      </wsdl:input>
      <wsdl:output>
        <mime:mimeXml part="Body"/>
      </wsdl:output>
    </wsdl:operation>
    <wsdl:operation name="GetCitiesByCountry">
      <http:operation location="/GetCitiesByCountry"/>
      <wsdl:input>
        <http:urlEncoded/>
      </wsdl:input>
      <wsdl:output>
        <mime:mimeXml part="Body"/>
      </wsdl:output>
    </wsdl:operation>
  </wsdl:binding>
  <wsdl:binding name="GlobalWeatherHttpPost" type="tns:GlobalWeatherHttpPost">
    <http:binding verb="POST"/>
    <wsdl:operation name="GetWeather">
      <http:operation location="/GetWeather"/>
      <wsdl:input>
        <mime:content type="application/x-www-form-urlencoded"/>
      </wsdl:input>
      <wsdl:output>
        <mime:mimeXml part="Body"/>
      </wsdl:output>
    </wsdl:operation>
    <wsdl:operation name="GetCitiesByCountry">
      <http:operation location="/GetCitiesByCountry"/>
      <wsdl:input>
        <mime:content type="application/x-www-form-urlencoded"/>
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      </wsdl:input>
      <wsdl:output>
        <mime:mimeXml part="Body"/>
      </wsdl:output>
    </wsdl:operation>
  </wsdl:binding>
  <wsdl:service name="GlobalWeather">
    <wsdl:port name="GlobalWeatherSoap" binding="tns:GlobalWeatherSoap">
      <soap:address location="http://www.webservicex.net/globalweather.asmx"/>
    </wsdl:port>
    <wsdl:port name="GlobalWeatherSoap12" binding="tns:GlobalWeatherSoap12">
      <soap12:address location="http://www.webservicex.net/globalweather.asmx"/>
    </wsdl:port>
    <wsdl:port name="GlobalWeatherHttpGet" binding="tns:GlobalWeatherHttpGet">
      <http:address location="http://www.webservicex.net/globalweather.asmx"/>
    </wsdl:port>
    <wsdl:port name="GlobalWeatherHttpPost" binding="tns:GlobalWeatherHttpPost">
      <http:address location="http://www.webservicex.net/globalweather.asmx"/>
    </wsdl:port>
  </wsdl:service>
</wsdl:definitions>
