Introduction
Trees are (data) structures used in many areas of human activity. Tree as the formal notion has been introduced in the theory of graphs. Nevertheless, trees have been used a long time before the foundation of the graph theory. An example is the notion of a genealogical tree. The area of family relationships was an origin of some terminology in the area of the tree theory (parent, child, sibling, . . .) in addition to the terms originating from the area of the dendrology (root, branch, leaf, . . .).
There are many applications of trees not only in the area of Computer Science. It seems that the reason for this is the ability of trees to express a hierarchical structure. The reader can find many applications of trees in his own area of interest.
Many algorithms were developed for operations on trees used in many applications. A number of them uses some way of traversing the tree. Such operations need a data structure to keep track on the possible continuation of the traversing. In many cases we can identify that the suitable data structure for this role is a pushdown store. The typical structure of these algorithms is based on the set of recursive procedures, where the pushdown store is used for saving return addresses.
Theory of tree automata has been developed as a tool for description of sets of trees (tree languages) and, moreover, for formal description of some operations with trees. Models of computation of this theory are various kinds of tree automata. The most researched kind of tree automata are finite tree automata, which recognize regular tree languages and their implementation is based on recursive procedures.
Some algorithms for operations on trees assume a linear notation (for example prefix, suffix, or Euler notations) of the input tree. We note that the linear notation can be obtained by the corresponding recursive traversing of the tree. It can be shown that the linear notation of a tree can be generated by a contextfree grammar. Therefore, the pushdown automaton can be an appropriate model for algorithms processing linear notations of trees.
In [9] it is proved that the class of regular tree languages in postfix notation is a proper subclass of deterministic context-free string languages. Given a finite tree automaton it is proved that an equivalent LR(0) grammar can be constructed, which means that also an equivalent deterministic pushdown automaton can be constructed. Moreover, it is proved that deterministic pushdown automata are more powerful than finite tree automata: the class of tree languages whose linear notation can be accepted by deterministic pushdown automata is a proper superclass of regular tree languages.
These ways of reasoning led us to the decision to use pushdown automata and the corresponding underlying theory as a model of computation of tree processing algorithms. We call this branch of algorithmic study arbology [3] from the Spanish word arbol, meaning tree. The model and inspiration for building arbology can be found in stringology, which is an algorithmic discipline in the area of string processing. Stringology uses finite automata theory as a very useful tool. In arbology we try to apply the stringology principles to trees so that effective tree algorithms using pushdown automata would be created.
There are some differences between finite and pushdown automata theories. For every nondeterministic finite automaton there exists an equivalent deterministic finite automaton which can be constructed using well known algorithm. This does not hold generally for the case of pushdown automata -for some nondeterministic pushdown automata their equivalent deterministic versions do not exist. Examples of such pushdown automata are pushdown automata accepting palindromes of the form like ww R . The reason is that an automaton reading the palindrome from left to right is not able to find the centre of it. Generally, it is not known how to decide for a given nondeterministic pushdown automaton whether there exists a deterministic equivalent or not. Nevertheless, we have identified three classes of pushdown automata for which such a determinisation is possible. These classes are called input-driven, visible [2] and heigth-deterministic pushdown automata [14] .
Without regard to the above-mentioned problems some results have been achieved and are presented in the subsequent sections in brief. Section 2 contains basic definitions. Section 3 deals with linear notations of trees and some important properties of these notations are discussed in Section 4. Section 5 deals with determinisation of pushdown automata. Section 6 presents exact subtree matching. A complete index of subtrees and tree templates in the form of subtree and tree pattern pushdown automata is presented in Section 7. An application of these pushdown automata is shown in Section 8 where the way how to find repeats of subtrees is shown.
