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ABSTRAKT
Cílem této práce bylo v první části popsat požadavky na kryptografické protokoly. Dále
měla být provedena klasifikace těchto protokolů a uvedeny konkrétní příklady. V další části
se práce měla věnovat metodami, které jsou vhodné pro popis a modelování kryptogra-
fických protokolů. Práce se dále měla zabývat také analýzou kryptografických protokolů
vhodnými analytickými prostředky. V praktické části měla být aplikována metoda CSP
pro modelování kryptografických protokolů. Jako protokol vhodný pro modelování byl vy-
brán protokol Yahalom. Byly provedeny dvě analýzy. První analýza se týkala standardního
protokolu Yahalom, který byl testován na požadavky kryptografických vlastností utajení
a autentičnosti. Druhá analýza se zabývala možností prozrazení klíče, včetně ukázky po-
stupu, jak k prozrazení dojde. První analýza neodhalila žádné oslabení, co se týče dvou
zmíněných kryptografických vlastností. Pro demonstraci možností aplikace FDR byl pro-
tokol Yahalom upraven s cílem vyvolat situaci, kdy dojde k prozrazení klíče. Aplikace
FDR následně našla přesný postup, který musí útočník učinit, aby se klíče zmocnil.
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ABSTRACT
The purpose of this work was first to describe the requirements for cryptographic
protocols. Furthermore, the classification of these protocols should have been made
with specific examples given. The aim of the next part of the work was to describe the
methods which are suitable for description and modeling of cryptographic protocols. This
work also addressed the analysis of cryptographic protocols by appropriate analytical
means. The CSP method for modeling of the cryptographic protocols was applied
in the practical part. The Yahalom protocol was selected as a protocol suitable for
modeling. Two analysis was made. The first analysis concerned the standard version of
the Yahalom protocol, which was tested to the requirements of cryptographic properties
of the secrecy and authenticity. The second analysis was based on the possibility of
disclosure of the key, including counterexamples and traces given by FDR. The first
analysis did not reveal any weakening, in terms of two cryptographic properties. To
demonstrate the possibility of FDR, Yahalom protocol was modified in order to cause
the situation when the disclosure of keys appears. FDR then finds the exact procedure
that an intruder must make to get the possession of the key.
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ÚVOD
Informace mají nezpochybnitelně velký význam a jejich role na všech úrovních ko-
munikace je zřejmá. Ať se bavíme o základní mezilidské komunikaci člověk k člověku,
kdy se ptáme kamaráda na termín odevzdání diplomové práce, nebo mluvíme o ko-
munikaci mezi většími celky (společnosti uzavírající obchodní kontrakt), či máme
na mysli komunikaci mezinárodní, kdy státy diplomatickou cestou komunikují své
postoje směrem do zahraničí - na všech těchto úrovních je informace základním
prvkem komunikace.
Tato práce se zabývá problematikou protokolů, které komunikaci zabezpečují.
Jde o protokoly, které využívají moderní kryptografické nástroje pro zajištění bez-
pečné komunikace. Protože moderní šifrování staví na vědeckých výsledcích v oboru
kryptografie z minulosti, začíná práce mimo vymezení pojmu „kryptografieÿ také po-
pisem jejího historického vývoje. Další část práce je věnována moderním metodám
kryptografie, včetně symetrického a asymetrického šifrování, popisu kryptografic-
kých protokolů a požadavků na ně. Práce se poté zabývá prostředky matematického
modelování a analýzy protokolů. Jde o procesní algebru CSP a s ní spojený nástroj
pro analýzu FDR.
Na příkladu protokolu Yahalom je prakticky předvedeno jeho modelování v CSP
a následná analýza v FDR. Dále je demonstrováno porušení zabezpečení protokolu
z hlediska utajení klíče.
9
1 KRYPTOGRAFIE
1.1 Kryptografie a její historie
Stejně důležité postavení, jako dnes, měly informace již dlouhou dobu před součas-
ným obdobím lidské civilizace, mnohými označovaným jako „informační věk.ÿ Ne
všechny informace však mají být přístupné kromě adresáta také všem ostatním.
I v dávných dobách vznikaly požadavky na zabezpečení těchto informací tak, aby
dávaly smysl právě jen příjemci. V souvislosti s Césarovou šifrou, která je příkla-
dem nejjednodušší substituční šifry, můžeme hovořit o jedné z prvních významných
aplikací kryptografie.
Kryptografie je vědní obor, který se zabývá v teorii a praxi zabezpečením infor-
mací tak, aby byly skryty nepovolaným osobám. Namísto skrývání těchto dat před
ostatními subjekty tak, aby si ani nebyli vědomi o jejich existenci, jsou tato zašif-
rovaná data veřejná, ovšem nedávají smysl nikomu, kromě toho, komu jsou určena.
Výše zmíněná Césarova šifra fungovala tak, že na každý znak prostého textu bylo
aplikováno posunutí abecedy o 3 znaky. Dešifrování proběhlo inverzní funkcí. Ve své
době taková šifra nejspíše postačovala.
Vývoj kryptografie můžeme sledovat ve všech vyspělých civilizací historie i sou-
časnosti. Kromě Římské říše byla forma jednoduchého šifrování použita také v an-
tickém Řecku, kde se pro šifrování zpráv měl používat nástroj nazývaný „scytale.ÿ
Jednalo se o válec s pevně daným průměrem, okolo kterého se omotal pruh z kůže,
který obsahoval zprávu. Tento postup zajišťoval tzv. transpoziční šifru, kdy se jed-
noduše zaměnilo pořadí znaků ve zprávě.
Významnou událostí bylo objevení analýzy četnosti výskytu znaků (či skupin
znaků) v textu. Analýzu představil arabský vzdělanec Al-Kindi (v některých zdro-
jích Alkindus) již v devátém století. Tato statistická analýza byla uplatnitelná k
prolomení šifry i v období druhé světové války - mnohem delší dobu, než by se zdálo
být možné. Metoda fungovala tak, že šifrovaný text (kryptogram) podrobíme ana-
lýze četnosti znaků. Zároveň máme stejná statistická data o daném jazyku obecně,
řekněme o češtině. Víme, že nejčetnějším znakem v českém jazyku je znak „oÿ [1].
Pokud nejčetnějším znakem z analýzy kryptogramu je například „xÿ (za předpo-
kladu, že zašifrovaná zpráva je v češtině), sestavíme si postupně převodní tabulku
obsahující páry všech znaků. Metoda je účinná na prolomení jednoduchých substi-
tučních šifer apod. Jsou i složitější postupy, jako například práce s četností výskytů
bigramů (dvojice znaků přímo sousedících) atd.
Až zhruba do 19. století se vycházelo z předpokladů, že kryptografický systém je
bezpečný, pokud je utajený jeho šifrovací algoritmus. Po vyslovení principu Augusta
Kerckhoffse začalo být všeobecně uznáváno, že systém má být bezpečný i po odha-
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lení jeho algoritmu. Šifrovaná informace měla zůstat zabezpečena utajením šifrova-
cího klíče. Tento princip přeformuloval o jedno století později americký matematik
Claude Shannon, který také svou publikací s názvem „Communication Theory of
Secrecy Systemsÿ z roku 1949, ve které se zabýval kryptografií z pohledu teorie
informací, významně ovlivnil budoucí vývoj kryptografie. Nyní se na kryptografii
nahlíželo z pohledu matematického, za použití binární soustavy, a ne lingvistického
s operacemi na úrovni znaků. Ve světle práce Clauda Shannona probíhal pozdější
vývoj v utajení vládních bezpečnostních agentur (zejména americké NSA a britské
GCHQ) za pomocí rozvíjející se výpočetní techniky.
1.2 Moderní kryptografie
Moderní šifrování zahrnuje symetrickou a asymetrickou kryptografii, jejichž rozdíly
jsou popsané níže. Zde jsou uvedeny některé jejich společné prvky.
• Šifrovací algoritmus je sled instrukcí, který využívá kryptografické operace
k transformaci dat na šifrované.
• Klíč je tajným parametrem, na základě kterého šifrovací algoritmus provede
transformaci prostého textu na šifrovaný.
• Délka klíče se udává v bitech či bytech, určuje úroveň zabezpečení dat při
použití daného klíče k šifrování. Úroveň zabezpečení se mění s časem - výpo-
četní výkony se stále zvyšují a jsou proto nutné delší a delší klíče pro zajištění
požadovaného zabezpečení. Délka klíče volená pro určitou úroveň zabezpečení
také závisí na použitém algoritmu šifrování.
1.2.1 Symetrická kryptografie
Do vynálezu asymetrické kryptografie byla moderní veřejná kryptografie výhradně
symetrická - odesilatel i příjemce sdílí většinou stejný klíč (klíče mohou být i odlišné,
i tak jsou ale velmi příbuzné a lehce odvoditelné jeden od druhého). Pro zajištění
bezpečnosti se předpokládá, že tento klíč byl mezi nimi vyměněn bezpečným kaná-
lem a je tak jejich společným tajemstvím. Tímto tajným klíčem se zpráva šifruje,
i dešifruje. Princip odpovídá situaci z reálného života, kdy používáme stejný klíč pro
zamčení dveří, i pro jejich odemčení.
Do symetrické kryptografie patří výše zmiňované substituční a transpoziční šifry.
Při substitučním šifrování se provádí nahrazení znaku, či skupin po sobě jdoucích
znaků, přičemž jejich původní pořadí zůstane zachováno. Při transpozičním šifrování
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oproti tomu nedochází ke změně jednotky prostého textu (písmeno, skupina písmen,
bit. . . ), ale ke změně pořadí těchto jednotek.
Substituční šifry zahrnují šifry blokové a proudové. Při proudovém šifrování je
každá jednotka po jednotce prostého textu kombinována postupně s pseudonáhod-
ným proudem jednotek klíče, zpravidla logickou operací XOR. Ačkoliv jsou proudové
šifry zpravidla méně výpočetně náročné, oproti šifrám blokovým, jejich zranitel-
nost spočívá v jejich náchylnosti k nezajištění integrity. Protože jednotlivé jednotky
nejsou provázány, pozměnění jednotky kryptogramu může způsobit značné škody,
představíme-li si, že obsahem kryptogramu jsou informace o uskutečnění platby,
s pevným formátem, který nám je znám. Manipulace s kryptogramem může za-
nechat následky, které jasně vypovídají o útoku, v některých případech jde však
o reálné nebezpečí, které je těžké detekovat.
U proudového šifrování je patrná jistá podobnost (či snaha o ni) s ideálem bez-
pečné šifry - s Vernamovou šifrou. Její princip je velmi jednoduchý, aplikace již
poněkud složitější. Prostý text je zkombinován operací XOR s náhodným klíčem
stejné délky, jako je samotný text. Za předpokladu, že klíč je skutečně náhodný a je
použit pouze jednou, tzn. že v budoucnu se již nikdy neopakuje, je šifra prakticky
nerozluštitelná. Problém s aplikací v praxi spočívá právě ve schopnosti vygenerovat
skutečně náhodná čísla. Dalším problémem je délka klíče, který musí být bezpečně
přenesen druhé straně. Klíč má stejnou délku, jako data, která se mají zašifrovat.
Obr. 1.1: Proudová šifra.
Blokové šifry pracují s blokem bitů, který má pevně stanovenou délku (64 bitů,
128 bitů, apod.). Transformace, která se provede se vstupními daty - s prostým
textem, který se má zašifrovat - je neměnná. Výstupem transformace 128 bitového
vstupu je 128 bitový zašifrovaný výstup. Pokud má prostý text délku odlišnou od
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délky bloku, je použit vybraný provozní režim, tzv. Mode of Operation. Jde v pod-
statě o algoritmus, jakým se zachází s delším vstupním textem. Nejjednodušším je
asi ECB (Electronic Codebook), který rozdělí zprávu na stejně dlouhé bloky, při
zachování původního pořadí. Tento jednoduchý princip má tu nevýhodu, že vzorce
opakování stejných dat vyskytující se ve zprávě jsou patrné i v zašifrovaném textu.
ECB není proto doporučován.
Obr. 1.2: Bloková šifra.
V režimu CBC [3] (Cipher-Block Chaining) je mezi prostým textem jednoho
bloku a šifrovaným textem bloku předchozího provedena operace XOR. K zašifrování
prvního bloku prostého textu je potřeba provést operací XOR mezi ním a inicializač-
ním vektorem. Jestliže je tedy zpráva M rozložena do bloků prostého textu Pi , Ci
jsou bloky kryptogramu a IV je inicializační vektor, pak pro první blok kryptogramu
platí:
C1 = {IV ⊕ P1}K ,
a pro každý následující platí:
Ci := {Pi ⊕ Ci − 1}K .
Toto býval nejběžnější mód, který ovšem neumožňuje paralelní šifrování bloků,
na rozdíl od módu CTR (Counter). Nejvýznamnějšími kryptografickými algoritmy,
které jsou založené na blokovém šifrování, jsou mimo jiné DES, 3DES, AES.
13
1.2.2 Asymetrická kryptografie
Kryptografie se na veřejnost opět přesunula v polovině 70.let - standardem DES
(Data Encryption Standard), který měl zajistit bezpečnou elektronickou komuni-
kaci v obchodním odvětví. Význačným milníkem byla publikace nového schématu
šifrovaní američany Whitfieldem Diffiem a Martinem Hellmanem. Dokument z roku
1976 nesl název „New Directions in Cryptographyÿ a představil koncept asymetric-
kého šifrování, založeném na páru klíčů - veřejném, a tajném. Tajný klíč zná pouze
jeho vlastník a co je tímto klíčem zašifrováno, může být rozšifrováno pouze dru-
hým z dvojice - klíčem veřejným. Naopak, data zašifrovaná klíčem veřejným může
rozšifrovat pouze držitel klíče tajného. Zároveň by nebylo být možné z klíče veřej-
ného odvodit klíč tajný, přestože jsou matematicky příbuzné. Oproti symetrickému
šifrování má tu výhodu, že si subjekty, pokud spolu chtějí bezpečně komunikovat,
nemusejí nezabezpečeným kanálem vyměňovat tajný klíč.
Asymetrické šifry vycházejí ze základních prvků kryptografie - tzv. jednosměrné
funkce (one-way function) se zadními vrátky (trap-door). Vychází se z toho, že v jed-
nom směru je funkci relativně lehké vypočítat, ale její inverzní funkce již vyžaduje
velmi mnoho strojového času; pokud ovšem neznáme skrytá zadní vrátka, s jejímž
využitím je výpočet zpět opět snadný.
V praxi se využívá jednoduchost násobení/umocňování a složitost jejich inverze
- faktorizace (rozložení čísla na součin prvočísel) a diskrétní logaritmy. Zjednodušu-
jící příklad: Vypočítat součin dvou prvočísel 19 · 9 je jednoduché, výsledek je 551.
Ovšem známe-li pouze výsledek, je už složitější bez dalších informací nalézt, jaká
prvočísla byla použita pro vynásobení. Znamenalo by to vyzkoušet všechny možnosti
z prvočísel menších, než je výsledek součinu. Kolik tedy existuje prvočísel menších,
než je otazník číslo x?
Nechť x je kladné reálné číslo. Potom funkce pi (x ) určuje počet prvočísel menších
nebo rovno x . Pro odhad je vhodná jednoduchá aproximace funkce pi (x ) ∼ x
ln x . Této
aproximace se používá v algoritmu RSA pro odhad, zda existuje dostatečný počet
prvočísel menších, než je zvolené velké číslo, tak, aby se zabránilo situaci, kdy dva
subjekty vygenerují stejnou dvojici prvočísel.
Protože není znám jiný postup, než vyzkoušet všechny možnosti jednu po druhé
ke zjištění použitých prvočísel, je využití této vlastnosti velmi výhodné. Jak již bylo
zmíněno, šifrovací algoritmus RSA tohoto s výhodou využívá.
Umocňování je podobný příklad: celkem rychle zjistíme, že 75 = 16807. Známe-li
jen výsledek, už nevíme, kolik je loga 16807 = x . Matematická zadní vrátka zakot-
vená v logaritmu slouží k tomu, že zpětný výpočet je jednoduchý, známe-li určitou
informaci.
V asymetrické kryptografii obecně platí, že:
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{{M }SK}PK = M
a
{{M }PK}SK = M ,
kde PK je klíč veřejný, SK je klíč tajný a M je zpráva, kterou šifrujeme. Nezáleží
tedy na tom, kterým klíčem bylo zpráva M zašifrována nejdříve; druhým z páru klíčů
je možno ji rozšifrovat.
Obr. 1.3: Proces digitálního podpisu.
Asymetrická kryptografie se také používá k digitálnímu podpisu. Ten, pokud je
aplikován na dokument posílaný nezabezpečeným kanálem, má za úkol potvrdit, že
tento dokument byl odeslán skutečně tím, kdo se vydává za odesilatele. Na druhou
stranu má digitální podpis důležitou bezpečností vlastnost (jejichž výčet bude ná-
sledovat dále v textu) - a to nepopiratelnost (anglicky non-repudiation). Ve zkratce:
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kdo je podepsaný, nemůže popřít, že podpis neaplikoval. Digitální podpis je obdo-
bou klasického ručně psaného podpisu - oba podpisy je pro autora velmi jednoduché
vytvořit, pro ostatní velmi složité je napodobit.
Podepsání funguje následovně. Nejprve se z dokumentu, který se má pode-
psat, vypočítá hash (pomocí algoritmu MD5, SHA1, či jiného). V druhém kroku
je hash zašifrován soukromým klíčem autora podpisu (nejčastěji algoritmus RSA,
nebo DSA). Digitální podpis jako takový je právě zašifrovaná hodnota hash. Digi-
tální podpis je poté připojen k samotnému dokumentu a může být odeslán příjemci.
Ten si podpis ověří tak, že nejprve sám vypočítá hash z dokumentu. Poté dešifruje
veřejným klíčem autora podpisu jeho digitální podpis, čímž, pokud je podpis auten-
tický, získá hodnotu shodnou s hodnotou hash jím vypočítanou. Pro účely vydávání
certifikátů s veřejnými klíči různých subjektů slouží certifikační autority. Jsou to
důvěryhodné třetí strany v komunikaci. Certifikát obsahuje veřejný klíč subjektu,
jeho identifikaci a informace o vypršení platnosti.
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2 KRYPTOGRAFICKÉ PROTOKOLY
2.1 Základy protokolů
Protokol určuje, jakým způsobem se mají akce vykonávat vzhledem k požadova-
ným cílům, prostředí a účastnícím se subjektům. Příkladem může být společenský
protokol, nebo-li etiketa. Při jednání se dodržují určité postupy, které vyjadřují
slušné vystupování. Obdobně kryptografický protokol je souhrn akcí, které zajišťují
navázání a udržení bezpečné komunikace subjektů. S bezpečnostními protokoly se
setkáváme v běžném životě velmi často, stačí použít platební kartu pro platbu za
benzín na čerpací stanici, či nákup v obchodě.
Bezpečnostní protokoly se vzájemně liší podle účelu, pro který byly vytvořeny.
Při vytváření bezpečnostního protokolu vycházíme z bezpečnostních vlastností, které
má tento protokol obsahovat a zajišťovat. Mezi základní bezpečností vlastnosti patří
utajení, autentičnost, integrita, ověřená výměna klíčů, a jiné. Tyto vlastnosti budou
popsány dále v textu. O protokolu říkáme, že je bezpečný, vždy vzhledem k určitým
vlastnostem. Ukažme si příklad na protokolu k výměně klíčů. Jedná se o Diffie-
Hellman Key Exchange Protocol, popsaný v roce 1976. Je to první protokol, který
umožňuje výměnu tajných informací v nezabezpečeném kanále. Protokol probíhá
takto [7]:
Zpráva 1 Alice -> Bob : P, G
Zpráva 2 Alice -> Bob : kap(P, G, Xa)
Zpráva 3 Bob -> Alice : kap(P, G, Xb)
Zpráva 4 Alice -> Bob : {data}kap(P, kap(P, G, Xb), Xa)
Funkce kap(P, X, Y) je definována jako X Y mod P a splňuje podmínku:
kap(P, kap(P, G, Y), X) = kap(P, kap(P, G, X), Y)
Xa a Xb jsou podle pořadí soukromé klíče komunikujících subjektů Alice a Bob. P ,
G jsou čísla, kde P je prvočíslo a G je primitivní kořen modP , tedy takové číslo,
pro než platí, že G < P a pro všechna N z intervalu (1,P − 1) existuje mocnina K
základu mocniny G taková, že N = GK mod P .
Notace zde použitá se nazývá běžná syntaxe [2]. Každý řádek reprezentuje jeden
krok v komunikaci. Obsahuje informace o pořadí aktuálně poslané zprávy, kdo je
odesilatel a kdo příjemce a samotný obsahu zprávy. Obecně lze napsat:
Zpráva i odesilatel -> adresát : tělo zprávy,
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kde i reprezentuje pořadí zprávy. Obsahem popisu protokolu v běžné syntaxi je
požadované chování protokolu. Není zaručeno, že zpráva se k cíli opravdu dostane,
vycházejme ale z ideálního předpokladu, že příjemce zprávu vždy v pořádku obdrží.
Alice a Bob se společně dohodnou na velkých číslech P a G . Alice si poté
vygeneruje svůj tajný klíč Xa, který použije ve zprávě, kterou pošle Bobovi ve
tvaru GXa mod P . Bob si poté vygeneruje svůj tajný klíč Xb, a odešle Alici zprávu
GXb mod P . Alice si vypočítá
(
GXb mod P
)Xa
mod P , obdobně Bob si také vypo-
čítá
(
GXa mod P
)Xb
mod P . Jejich hodnoty budou shodné, protože GXa·Xb = GXb·Xa .
Poté může proběhnout komunikace zabezpečená tajným klíčem.
Bezpečnost výměny vychází z problému řešení diskrétních logaritmů. Pokud by
bylo vynalezeno efektivní řešení diskrétních logaritmů, došlo by k ohrožení bezpeč-
nosti nejen tohoto, ale mnoha dalších protokolů. Tento protokol tedy zajišťuje bez-
pečnou výměnu tajného klíče. Z tohoto hlediska ho můžeme považovat za bezpečný.
Ovšem nemůžeme ho považovat za bezpečný z hlediska autentizace. Tuto vlastnost
protokol neobsahuje a nemůže ji nabídnout. Protokol je tak náchylný k útoku, kdy
se útočník bude vydávat za někoho, kým není a tím potenciálně získá přístup k dů-
věrným informacím. Je proto nutné autentičnost při aplikování zajistit dodatečně.
V dokumentu RFC číslo 4419 je popsán alternativní způsob výměny klíčů v proto-
kolu SSH; použit je zde právě protokol Diffie-Hellman Key Exchange. Tento protokol
je pak také podporován ve verzi SSH-2 [10].
2.2 Požadavky na kryptografické protokoly
Bezpečnostní protokol je vždy vytvořen za určitým účelem a na základě jistých po-
žadavků, které má splňovat s ohledem na bezpečnost při komunikaci. Protokol Ya-
halom například oproti výše zmíněnému Diffie-Hellman Key Exchange nabízí navíc
vzájemné ověření identity. Zde je uveden výčet těch nejzásadnějších vlastností [9],
které jsou po protokolech požadovány, včetně jejich otevřenější interpretace. Přesný
význam je totiž stanovován při samotném modelování protokolu.
2.2.1 Utajení
Tato vlastnost by měla poskytnout zakrytí určitých specifických informací před cizí
nepovolanou stranou. To, na jaké úrovni zakrytí proběhne a jaké informace mají
být zakryty, záleží na konkrétní aplikaci. Na formulaci této vlastnosti není shoda
v různých dokumentech. Dokonce i v rámci jednoho dokumentu je možné se setkat
s více různými interpretacemi. Můžeme chtít, aby útočník nemohl získat vůbec žádné
informace o chování komunikujících stran. Většinou se ovšem nepožaduje znemož-
nění analýzy síťového provozu a postačuje požadavek, že útočník sice ví, že subjekty
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komunikují, má přístup k šifrovanému textu a dost možná si i dokáže udělat před-
stavu o délce zpráv, ovšem zašifrovaný text není schopen dešifrovat a nemá tedy
přístup k samotné zprávě v podobě prostého textu. Pokud si útočník může přečíst
zašifrovanou zprávu v podobě prostého textu, dojde k prolomení vlastnosti utajení.
2.2.2 Autentičnost
Autentičnost zajišťuje, že odeslaná zpráva, která říká, že pochází z jistého zdroje,
skutečně byla tímto zdrojem vytvořena a odeslána. Například tedy pokud jedna
strana (Alice) pošle zprávu druhé straně (Bob). Bob obdrží zprávu, která se tváří, že
ji odeslala Alice. Potom říkáme, že protokol zajišťuje autentičnost, když jakoukoliv
zprávu, kterou Bob přijme a která říká, že přišla od Alice, skutečně Alice dříve
odeslala.
V této definici není uvažováno, kolik času uplynulo od odeslání k přijetí. Proto
se v praxi provádí doimplementování časových omezení pro tyto zprávy. Stejně tak
je někdy potřeba uvažovat mimo rámec této definice i o kvantitativním omezení,
aby Bob neobdržel stejnou zprávu vícekrát, byť s důvěrou v autentičnost, že jde
skutečně o zprávu od Alice. S autentičností souvisí také ověření entity.
2.2.3 Ověření entity
Různé práce jsou ohledně významu této vlastnosti velmi nejednotné, především na
jejím odlišení od autentičnosti. Zdá se, že na autentičnost je nahlíženo jako na jed-
norázový proces - ověření proběhne na počátku komunikace a v dalších krocích již
neprobíhá. To souvisí s tím, zda předpokládáme, že spojení spojově orientované,
nebo že jde o nespojované spojení.
2.2.4 Integrita
Integritu chápeme jako celistvost a neporušenost dat. Jde o zachování formátu
zprávy, nepoškození. Řekněme, že Alice pošle Bobovi zprávu. U této zprávy ne-
byla porušena integrita, pokud po přijetí Bobem má stejný obsah, jako při odeslaní
Alicí. Integrita může být narušena několika způsoby - buď útočníkem, který zprávu
během přenosu pozmění, nebo chybou při přenosu dat. Vzhledem k bezpečnostním
protokolům můžeme na zajištění integrity nahlížet jako na fakt, že narušená zpráva
bude odhalena.
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2.2.5 Ověřená výměna klíčů
Jak je patrné na příkladu Diffie-Hellman Key Exchange, prostá bezpečná výměna
klíčů zjevně nepostačuje. Je sice jisté, že klíče byly vyměněny bezpečně (při dosta-
tečné délce klíče), ovšem není již jisté, s kým byly klíče a následně důvěrná data
vyměněny. To řeší ověřená výměna klíčů (Authenticated Key Exchange).
Ověřená a bezpečná komunikace je hlavní cíl většiny moderních bezpečnostních
protokolů. Pokud tedy Alice chce komunikovat s Bobem a po proběhnutí protokolu
předpokládá, že dohodnutý tajný klíč sdílí s Bobem, pak by skutečně měl klíč být
znám pouze Alici a Bobovi. Z toho důvodu je důležitá role autentizace v protokolu
[8].
2.2.6 Nepopiratelnost
Od účastníků komunikace zpravidla očekáváme, že se budou při komunikaci chovat
korektně a poctivě. V souvislosti s možnou situací, kdy Alice pošle zprávu Bobovi
a poté tvrdí, že tuto zprávu neodeslala, vzniká potřeba ošetřit takový scénář a zavádí
se tak pojem nepopiratelnost. Je tedy důležité, aby na měl Bob takové důkazy
o počínání Alice, aby jim mohl pevně důvěřovat v tom, že zprávu Alice skutečně
odeslala. Tyto důkazy by měly být dostatečně silné i pro třetí, nezúčastněnou stranu.
Nepopiratelnost proto z důvodu popsaného výše přináší do protokolu takové me-
chanizmy, které zajistí důkazy možného nekorektního jednání komunikující strany.
2.2.7 Korektnost
V některých případech je třeba zajistit, aby korektní chování subjektů, komuniku-
jících podle jistého protokolu, bylo prioritou. Nasazení v kritických oblastech, jako
je například elektronické bankovnictví, o tuto vlastnost vyloženě volá. Je nutné za-
bránit situaci, kdy jedna strana získá výhodu nad druhou tím, že například určitý
krok protokolu neprovede. Snaha pojistit korektní chování vede k nárůstu množství
přenášených dat. Jedním ze způsobů je také použití důvěryhodné třetí strany jako
rozhodčího, na kterého se komunikující subjekty obrátí v případě neshody.
2.2.8 Anonymita
Skrýt identitu komunikujícího subjektu je v určitých aplikacích vyžadováno. Často
uváděným příkladem může být elektronická volba - pokud volíme, můžeme chtít,
aby nikdo jiný nevěděl, jakého kandidáta jsme volili. Zároveň musí být zajištěno,
že i přes naši anonymitu nemůžeme volit vícekrát, tím by proces volby ztratil na
významu. Požadavek anonymity tedy zahrnuje zakrytí identity subjektu tak, aby
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nebyly patrné vazby na další subjekty, případně na akce či operace spojené s tímto
subjektem. Anonymita je narušena, pokud je možné spojit jistý subjekt s akcí, kterou
vykonal, či s jiným subjektem.
2.2.9 Dostupnost
Nastávají situace, kdy je potřeba posílit zajištění přístupu ke službám, které vyplý-
vají z protokolu. Chceme například aby bylo zaručeno, že určitý požadavek bude
vyřízen. Může jít o žádost subjektu na třetí stranu pro získání veřejného klíče dru-
hého subjektu, se kterým se komunikovat. Toto je do jisté míry široký pojem a jeho
význam se může velmi měnit podle potřeby aplikace.
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3 MODELOVÁNÍ PROTOKOLŮ
Bezpečnostní protokoly jsou velmi kritické aplikace, které je nutno podrobit analýze,
abychom si byli jisti, že protokol skutečně zajišťuje bezpečnost a splňuje požadované
vlastnosti. Protokol, který je považován za bezpečný, protože obsahuje dostatečně
robustní algoritmy, může poskytovat až příliš mnoho možností ke zneužití a útoku na
něj, díky jeho špatné architektuře a koncepci. Tato práce se v následujících částech
věnuje silným nástrojům pro modelování a analýzu. Jde o použití procesní algebry
CSP (Communicating Sequential Processes) pro modelování protokolu a komerčního
nástroje FDR (Failure Divergence Refinement) pro jeho analýzu.
3.1 Struktura procesní algebry CSP
V pozadí jazyka CSP stojí matematické teorie souběžných procesů. Jazyk jako ta-
kový vznikl v roce 1978, kdy byl poprvé popsán jeho autorem C.A.R. Hoarem.
Mezitím prošel řadou změn až do jeho dnešní podoby.
Matematické teorie souběžných procesů se zabývá problematikou výpočtů, které
běží současně a navzájem se ovlivňují. Tato oblast je cílem výzkumu již téměř půl
století. Jedním z prvních významných příspěvků v této oblasti byla práce Carla
Adama Petriho z roku 1962, kdy se ve své práci zabývali takzvanými P/T sítěmi
(Place/Transition Net), neboli Petriho sítěmi.
Petriho sítě jsou modelovacím jazykem, které popisují diskrétní distribuovaný
systém. Jsou založeny na aplikaci bipartitního grafu. Skládá se z tzv. míst, přechodů,
a orientovaných hran, které spojují místa s přechody. Místa, ze kterých hrany míří
do přechodů, se nazývají vstupní místa; obdobně k výstupní místům míří hrany
z přechodů. Každé místo obsahuje nezáporný počet tokenů. Přechody mohou to-
keny ze vstupních míst odebírat a předávat je do míst výstupních - to ovšem za
předpokladu, že je token k dispozici (v místě není 0 tokenů). Předávání tokenů je
nedělitelný atomický proces.
Petriho sítě jsou nedeterministické - pokud je k dispozici více tokenů, může do-
jít k výběru kteréhokoliv z nich. Proto jsou Petriho sítě vhodné při modelování
souběžných systémů.
Pokročilejším nástrojem pro modelování souběžných systémů je CSP. Nejde
o klasický programovací jazyk tak, jak známe například jazyky C++ či Java. Tento
formální jazyk je určen pro popis a modelování souběžných systémů, které navzájem
komunikují pomocí zpráv. Tím že umožňuje popsat komunikaci, není myšleno pouze
komunikaci mezi systémy, ale také komunikační kanál člověk - systém. Kromě po-
užití pro popis bezpečnostních protokolů, který je představen v této práci, je jazyk
CSP používán pro pois všeho, kde se vyskytuje paralelní komunikace - na příklad
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pro ověření souběžnosti v systému elektronického bankovnictví [5]. Neustálý vývoj
procesní algebry CSP umožňuje použití pro čím dál širší širší spektrum aplikací.
3.1.1 Základní prvky
Procesy v CSP mezi sebou navzájem nebo s pozorovatelem komunikují prostřed-
nictvím událostí či akcí. Ty jsou viditelné a popisují chování procesu. Proces se
tedy v daném okamžiku nachází v nějakém stavu. Častým příkladem je popis vho-
zení mince do automatu na kávu a následné vydání kávy automatem [6]. Událostmi
může v tomto případě být:
mince - vhození mince do automatu,
kava - vydání kávy automatem.
Množina všech (viditelných) událostí se nazývá abeceda a značí se řeckým pís-
menem Σ (velká sigma). Je přiřazena k procesu a pevně stanovena. Je tedy zřejmé,
že proces nemůže vykonávat události mimo rámec své vlastní abecedy. Naopak to
ovšem neplatí - automat na kávu může, ale nemusí vydat kávu, tedy nemusí vyko-
nat událost ze své abecedy. Existovat mohou také neviditelné, vnitřní akce procesu.
Takovou vnitřní akci značíme řeckým písmenem τ (malé tau).
Procesy zapisujeme velkými písmeny, události malými. Nejjednodušším proce-
sem je proces STOP . Ten se chová tak, že nevykonává žádnou akci. Přestože se
to zpočátku tak nejeví, může být užitečný jako ekvivalent takového procesu, který
nevykonává žádnou činnost a nepřijímá žádnou komunikaci - například když systém
uvázne na mrtvém bodě (deadlock). Procesy se v takovém případě nemohou dohod-
nout na žádné události, která má následovat. O tom, jak velký mají kritické stavy
systémů význam, se bude práce věnovat v dalších kapitolách.
3.1.2 Komunikace
Jak již bylo řečeno, procesy mezi sebou komunikují. Pro provedení komunikace mezi
procesy v CSP slouží speciální operátor, takzvaný prefix. Pokud tedy máme událost
a a proces P , zápis a → P je program, který vykoná událost a a poté se chová tak,
jak popisuje proces P . Ukažme si to na příkladu:
mince → STOP
Tento příklad znázorňuje kávový automat, který ovšem žádnou kávu nevydává,
protože po vhození mince se rozbije. Stejné události se mohou také opakovat, jak uka-
zuje následující příklad automatu, který přestane fungovat po vhození dvou mincí:
mince → mince → STOP
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3.1.3 Rekurze
Nastanou případy, kdy budeme potřebovat vytvořit smyčku z příkazů. Za účelem
popisu opakujícího chování používáme rekurzi. Je pomoci ní možné popsat chování
kávového automatu z hlediska jeho dlouhodobého provozu. Jednoduchý příklad uka-
zuje takové chování:
AUTOMAT = mince → kava → AUTOMAT
Zde automat po vhození mince vydá kávu, poté čeká na vhození další mince.
S výhodou jsme použili rekurzi.
Tuto rekurzi můžeme také vyjádřit jiným způsobem:
µP .mince → kava → P
Jde o naprosto stejnou rekurzi jako v předchozím případě, jde však pouze o popis
procesu v takovém tvaru, ve kterém může být použit jako součást dalšího procesu,
bez nutnosti přiřazovat zvláštní označení a následného použití v širší definici.
3.1.4 Výběr
Komunikace nemusí být pouze tak jednoduchá, jak bylo uvedeno v příkladu min-
cového automatu, kdy se pouze vykonala jedna akce bez možnosti volby. Poněkud
komplikovanější je situace, kdy chceme dát na výběr více akcí a poté stanovit, jak se
má proces dále chovat, s ohledem na vybranou akci. Pokud A ⊆ Σ je libovolná mno-
žina viditelných událostí, proces ?x : A → P(x ) nabízí prostředí všechny události a
a když je vybráno jakékoliv a ∈ A, bude se chovat jako P(a). Při tom předpoklá-
dáme, že v definici P(x ) je ošetřeno, jaký má být další stav pro jakékoliv a ∈ A. Na
x se nahlíží jako na parametr P(x ).
Na příkladu z knihy od Ryana a Schneidera [9] si ukážeme složitější mechanismus.
Jde o kódovací stroj s vnitřním stavem s který obsahuje klíče L ∪ {off }, kde L je
abeceda znaků, které jsou podporovány. Kódovací stroj je potom definován takto:
CM 1(s) =?x : L ∪ {off } → CM 1′(s , x )
CM 1′(s , off ) = STOP
CM 1′(s , x ) = crypt(s , x )→ CM 1(newstate(s , x )) (x ∈ L)
kde crypt(s , x ) je výstup stroje na základě x ve stavu s , a newstate(s , x ) je jeho
nový stav.
V CSP můžeme použít složené události, kde jednotlivé komponenty jsou spojeny
tečkou. Každá událost je tedy komunikační kanál c, který je následovaný konečným
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počtem komponentů vybraných ze seznamu typů příslušných k c. Je vhodnější po-
psat výše uvedený kódovací stroj se vstupním a výstupním kanálem, které jsou typu
L:
CM 2(s) = in?x → out !crypt(s , x )→ CM 2(newstate(s , x ))
Zde je použit nový postup komunikace. in?x umožňuje komunikaci ve tvaru in.x ,
kde x je z rozsahu typu in. Identifikátoru x je tedy přiřazena jakákoliv hodnota, která
je vybraná prostředím. Symbol otazníku ? označuje proces vstupu dat. Výstup je
poté označen symbolem vykřičníku !, kde out !x je také složená akce tvaru out .x .
Volbu mezi událostmi dvou procesů a následné chování podle zvoleného procesu,
je možno popsat pomocí operátoru ¤. Jeho použití si můžeme ukázat přepracováním
příkladu kódovacího stroje:
CM 3(s) =in?x → out !crypt(s , x )→ CM 3(newstate(s , x ))
2 off → STOP
Tím je vyjádřena mnohem jasnější definice, než je tomu u CM 1.
Kromě deterministického výběru P 2 Q , který ponechává rozhodování o volbě
na prostředí, které s procesem komunikuje, existuje ještě nedeterministická volba
P u Q : dojde také k výběru mezi P a Q, ale uživatel tuto volbu nemůže ovlivnit
a rozhodování přísluší dané implementaci. Tento přístup je vhodný pro zachycení
jisté míry nepředvídatelnosti v chování programu. Příkladem může být přenosové
médium, které ztrácí některá data:
MEDIUM = in?x → (MEDIUM u out !x → MEDIUM )
Jedna z důležitých vlastností, kterou splňují téměř všechny operátory CSP je
distributivita.
Pokud existuje množina procesů S , potom2 S nabízí výběr ze všech procesů v
množině S . Jedná se o použití obecného operátoru výběru, který existuje také v jeho
příbuzné verzi u S .
V začátku vývoje CSP neexistovala možnost, jak zavést čas do procesů. V prů-
běhu doby tato možnost bylo doimplementována. Zápis P
t
.Q označuje takové cho-
vání, kdy proces se chová jako P po čas t a poté se chová jako Q . Často se přesné
určení času neuvažuje a zapisuje se tak jednoduše P . Q ; proces se pak chová jako
P a po nedeterministicky zvoleném časovém úseku se chová jako Q .
3.1.5 Paralelní procesy
Do této chvíle byla věnována pozornost pouze modelování sekvenčních procesů. Mo-
delování chování protokolů se neobejde bez použití důležitého operátoru jazyka CSP
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- tím je paralelní běh procesů. Při modelování protokolu pro jeho analýzu je totiž
nutné postihnout například tu skutečnost, že mezitím co Alice a Bob komunikují,
třetí strana komunikaci naslouchá. Později si ukážeme, že tento model je pro analýzu
bezpečnosti klíčový.
Procesy které běží paralelně na sebe navzájem působí tak, že ovlivňují, jakou
komunikaci mohou vykonávat. Použitím nejjednoduššího paralelního operátoru ve
výrazu P ‖ Q znamená, že tato paralelní kombinace může vykonat a ∈ Σ pouze
tehdy, když událost a může vykonat proces P , i proces Q . Je možno zapsat [9]:
(?x : a → P(x )) ‖ (?x : B → Q(x )) =?x : A ∩ B → (P(x ) ‖ Q(x ))
Tento příklad umožňuje paralelní procesy lépe pochopit s využitím znalostí ze
sekvenčních procesů. Dojde k vybrání a z průniku množin (abeced) A∩B a poté se
systém chová jako P(a) ‖ Q(a).
V CSP je také možné paralelní procesy synchronizovat na základě definova-
ných událostí. Pokud takovouto událost (či události) nevyjádříme explicitně, budou
všechny viditelné události synchronizovány. Ve skutečnosti málokdy potřebujeme,
aby všechny události z obou paralelně spojených procesů byly synchronizovány. Vý-
běrem událostí P ‖
X
Q zajistíme, že oba procesy budou synchronizovány se všemi
událostmi z abecedy X . Jiným příkladem mohou být jednoduché procesy vyrovná-
vacích pamětí [9]:
BA = left?x → mid !x → BA
BB = mid?x → right !x → BB
Paralelní kombinace těchto procesů B = BA ‖
{|mid |}
BB se chová tak, že BA přijme
hodnotu na kanále left , předá ji k výstupu do kanálu mid procesu BB , který ji na
kanálu mid přijme a na kanálu right vypustí. Během předání přes kanál mid může
dojít k k opětovnému načtení v procesu BA z kanálu left .
Zvláštním případem paralelních procesů je paralelní kombinace P ‖
∅
Q . Tuto
funkci plní operátor prokládání: P ||| Q . Pro obecný souběh, kupříkladu z jakékoliv
množiny S , existují také obecné verze operátorů: ‖ S a ||| S . Druhý zmíněný spustí
souběžně všechny procesy z množiny S .
3.1.6 Skrytí a přejmenování
CSP je používáno pro modelování protokolů na abstraktní úrovni. Při analýze na
takovéto úrovni nás zpravidla nezajímají konkrétní dílčí detaily větších celků, ale
právě chování těchto celků navenek. Proto například při analýze stop (jak bude
popsáno v jedné z následujících kapitol práce) běžně budeme chtít skrýt vnitřní
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chování (komunikaci) dílčích částí celků; ta by nám totiž analýzu udělala zbytečně
nepřehlednou. Pro tuto funkci slouží operátor pro skrývání. P\X se chová jako P ,
ale všechny události z abecedy X jsou změněny z viditelných na neviditelné akce τ .
S abstraktním přístupem je spojený i operátor přejmenování. Můžeme jím vy-
tvořit nové procesy ze stávajících, ovšem s odlišnou abecedou - události z původního
procesu se přejmenují na jiné. Použitím P [[a, b/c, d ]] dojde v procesu P přejmenování
c a d postupně na a a b.
Existují další operátory; jejich rozsah ovšem značně přesahuje rámec této práce
a prostor, který je tomuto tématu věnován. Pro pochopení principu byly popsány
pouze ty základní. Pro podrobnější studium doporučuji několikráte zmiňovanou
práci Ryana a Schneidera [9].
3.1.7 Chování procesů a jejich sledování
Pochopit chování paralelních procesů se zdá být složitější, než je tomu u sekvenčních
procesů. Nestačí již sledovat pouze jeden proces, který přehledně vykonává instrukce,
ale je potřeba sledovat více navzájem se ovlivňujících procesů. Tyto systémy jsou
složitější a mohou vést k uváznutí na mrtvém bodě (deadlock), livelock (kdy probíhá
vnitřní komunikace ve smyčce, takže program na venek nic nevykonává).
Je proto důležité mít nástroj, kterým můžeme prověřit funkci určitého systému,
například protokolu. Tímto vysoce efektivním nástrojem je sledování takzvaných
stop (traces, zapisovaný T ). Stopy procesů jsou konečnou posloupností viditelných
událostí, které proces vykonává v průběhu své aktivity. Příkladem si můžeme pro-
zkoumat stopy rekurzivního procesu:
traces(µP .a → P 2 b → SKIP) =
{
〈a〉n , 〈a〉nˆ 〈b〉 , 〈a〉nˆ 〈b,X〉 | n ∈ N
}
kde sˆ t je spojení s a t a sn je spojení n kopií s . Vyskytuje se zde také proces
SKIP , který označuje úspěšné ukončení programu; jeho symbol je X – je to také po-
slední prvek celé stopy. Použitím tohoto jednoduchého modelu stop vidíme názorně,
jak se tento proces bude chovat.
Při analýze bezpečnostních protokolů pomocí FDR budeme používat zejména
model stop. Cílem je stav, kdy implementace splňuje specifikaci, čili že daný pro-
tokol vyhověl požadavkům naší specifikace. Pokud tento stav nenastal, FDR vrátí
příklad (v terminologii FDR counterexample), čili posloupnost stop, díky kterým
k nežádoucímu stavu došlo.
Fakt, že všechny stopy procesu P splňují logickou vlastnost S (tr), kde tr je
obecná stopa, zapisujeme P sat S (tr) a čteme „P splňuje S (tr)ÿ.
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3.2 Modelování protokolů pomocí CSP
Představili jsme si základní prvky jazyka CSP. Při modelování protokolů se v jazyce
CSP sestaví jednotlivé komunikující strany jako procesy, které respektují jejich roli v
protokolu. Zpravidla se komunikace sestavuje pro dvě komunikující strany a zároveň
se sestaví proces potenciálního útočníka, který může komunikaci odposlouchávat.
Tyto tři procesy se poté v podstatě paralelně spojí a podrobí se analýze. Na základě
stop poté můžeme vidět, jakým způsobem, od koho a kam komunikace probíhá. V
jazyce CSP se poté mohou vyjádřit bezpečnostní vlastnosti, které se implementují
do systému a proti kterým se systém analyzuje.
Důvodem, proč používáme takto abstraktní přístup při modelování, je jedno-
duchý - dovolí nám se soustředit pouze na podstatné záležitosti na protokolární
úrovni. Není nutno řešit, jakým způsobem jsou realizovány šifrovací algoritmy, to je
cílem analýzy algoritmů, nikoliv ladění protokolů. Dalším důvodem je, že to jedno-
duše vyžadují analytické nástroje, jako je FDR, což souvisí se samotným principem
abstraktního zkoumání protokolů.
Vraťme se ale k základům modelování. Základní vlastností protokolů je komu-
nikace mezi jednotlivými účastníky. Veškeré zprávy, posílané dle daného protokolu,
putují přes přenosové médium; lépe a obecněji řečeno, přes komunikační kanály.
Z hlediska modelování a pozdější analýzy nás zajímají právě ty komunikační ka-
nály, přes které probíhá komunikace mezi jednotlivými agenty. Je lhostejné, jakým
způsobem probíhá komunikace mezi agentem na úrovni protokolu a člověkem, který
tohoto svého agenta využívá; to totiž nepostihuje podstatu protokolu a není to tudíž
v oblasti našeho zájmu pro analýzu. Co se týče zmíněné komunikace člověk/uživatel-
agent, je důležité pouze to, aby existoval obecný impulz k zahájení komunikace.
Každý agent x ∈ Agents bude mít tedy ze svého pohledu k dispozici právě 2 komu-
nikační kanály: kanál send pro odesílání zpráv, a kanál receive pro příjem zpráv.
Obr. 3.1: Komunikační kanály protokolů v CSP.
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3.2.1 Role v protokolu
Jednotliví agenti také vystupují v různých rolích. Alice bývá označována jako iniciá-
tor komunikace, zatímco Bob jako příjemce. Je nutno si ale uvědomit, že může existo-
vat souběh několika běhů protokolů, takže Bob může být zároveň iniciátor v jednom
běhu a příjemce v druhém. Role, které budeme agentům přisuzovat při demonstraci
bezpečnostní analýzy protokolu, budou v zásadě maximálně čtyři. Jsou jimi iniciá-
tor, příjemce, důvěryhodná třetí strana a útočník. O prvních dvou již padla zmínka.
Důvěryhodná třetí strana slouží například pro generování klíčů pro konkrétní re-
laci v protokolu Yahalom. Útočník představuje hrozbu a disponuje schopnostmi se
učit na základě poslaných zpráv, podvrhovat je a jinak s nimi manipulovat. O roli
útočníka a jeho zapojení v modelování bude pojednáno později.
Je nutné určit, jakým způsobem bude komunikace mezi agenty (obecně procesy)
probíhat a jaký bude mít formát. Pro účely analýzy potřebujeme vyjádřit základní
vlastnosti posílané zprávy: kromě jejího obsahu také odesilatele a adresáta. Pokud
vše vztáhneme ke specifickému komunikačnímu kanálu, budou mít zprávy pro zmí-
něné dva kanály send a receive tvar send .a.b.m a receive.a.b.m. Po názvu kanálu
následuje označení odesilatele, dále pak příjemce zprávy a poslední je pak obecná
zpráva. Pro vyjádření vztahu útočníka vzhledem k přenosovým kanálům poté bu-
deme s kanály dále manipulovat.
Zmíněný protokol Yahalom má následující průběh komunikace:
Zpráva 1 a → b : a.na
Zpráva 2 b → s : b. {a.na .nb}ServerKey(b)
Zpráva 3 s → a : {b.kab .na .nb}ServerKey(a) . {a.kab}ServerKey(b)
Zpráva 4 a → b : {a.kab}ServerKey(b) . {nb}kab
Zde bude každá strana komunikovat pomocí svých kanálů send a receive s okolím.
Je nutné si uvědomit, které části posílané zprávy v průběhu protokolu přijímající
i vysílající strana zná. Příkladem může být zpráva 3, kdy a příjimá od s zprávu ve
tvaru:
{b.kab .na .nb}ServerKey(a) . {a.kab}ServerKey(b)
V tomto okamžiku a nemůže dekódovat druhou část zprávy zašifrovanou pomocí
ServerKey(b), protože tento klíč by a neměla znát. Na takovouto část zprávy nahlí-
žíme jako na obecnou posloupnost (znaků či bitů). Správný formát zprávy s ohledem
na znalosti agenta přepíšeme takto:
{b.kab .na .nb}ServerKey(a) .m
Při definování správného formátu zpráv tedy musíme mít na paměti fakt, že
určitým částem zprávy strana nemusí rozumět (a je to tak dobře, pokud je v definici
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Obr. 3.2: Komunikační schéma protokolu Yahalom.
protokolu, že rozumět nesmí). Nyní již je známo téměř vše, co je potřeba k práci se
zprávami protokolu z hlediska určité role. Zbývá objasnit operátor, kterým tak bude
učiněno. Pro vstup při vyčkávání na přijetí zprávy použijeme operátor pro obecný
externí výběr. Tento operátor umožňuje pracovat s komplexní formou zprávy, která
je složena z různých datových typů. Příjem zprávy s použitím tohoto operátoru,
kanálů, příjemce a odesilatele a samotné zprávy bude v jazyce CSP zapsán takto:
2
kab∈Key
receive.a.b.
(
{b.kab .na .nb}ServerKey(a)
)
.m
Aby na sebe jednotlivé „filtryÿ zpráv navazovaly a aby byla stanovena část pro-
tokolu komunikace podle jednotlivých rolí (iniciátor, příjemce), sestavíme programy
pro obě tyto role. Pro příjemce platí následující program, jehož části budou popsány.
Initiator(a, na) = env?b : Agent → send .a.b.a.na →
2
kab∈Key
nb∈Nonce
m∈T
(
receive.j .a. {b.kab .na .nb}ServerKey(a) .m →
send .a.b.m. {nb}kab → Session(a, b, kab , na , nb)
)
Vstupní parametry a, na programu specifikují agenta a s ním spojený náhodně
vygenerovaný nonce na , který se využije v běhu protokolu. Vstupní výběr env?b :
Agent stanovuje příjemce, který je z množiny Agent . Není zde specifikováno, jakým
způsobem k výběru dojde (není to také podstatné), zpravidla ale dochází ke vstupu
ze strany uživatele.
Iniciátor nejdříve zahájí komunikaci odesláním zprávy agentovi b. Následně a
čeká, na příjem zpráv ve správném tvaru a pořadí, jak naznačuje externí výběr, který
také specifikuje zařazení proměnných kab , nb ,m do příslušných množin. Množina Key
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je množinou všech klíčů, množina Nonce je množinou všech použitých náhodných čí-
sel nonce a množina T zahrnuje všechny zprávy, které mohou být odeslány příjemci.
Po proběhnutí příslušných zpráv následuje přechod do stavu Session. V tomto stavu,
jehož definice není pro účely analýzy bezpečnosti protokolu podstatná, se iniciátor
nachází po úspěšném proběhnutí protokolu.
Stejným způsobem sestavíme program pro roli příjemce:
Responder(b, nb) = 2
kab∈Key
nb∈Nonce
m∈T

receive.a.b.a.na →
send .b.j .b. {a.na .nb}ServerKey(b) →
receive.a.b. {a.kab}ServerKey(b) . {nb}kab →
Session(b, a, kab , na , nb)

Náhodné proměnné použité v běhu protokolu se ve skutečnosti nemusí generovat
při každé analýze běhu protokolu. Namísto toho jsou předem vytvořeny příslušné
množiny a je zajištěno, aby se jednotlivé hodnoty neopakovaly.
Nyní zbývá sestavit program pro třetí z rolí, tedy pro server. Jeho postavení
v protokolu je takové, že na požádání vydává klíče pro danou relaci mezi a a b.
Server(j , kab) = 2
a,b∈Agent
na ,nb∈Nonce
 receive.b.j .b. {a.na .nb}ServerKey(b) →send .j .a. {b.kab .na .nb}ServerKey(a) .
{a.kab}ServerKey(b) → ServerKeyUsed(kab)

Stav ServerKeyUsed(kab) se postará o to, aby již daná instance procesu nepro-
běhla znovu se stejným klíčem kab .
Aby server mohl obsloužit více než jeden pár komunikujících klientů, využije se
v jazyce CSP operátor prokládání.
KeyServer(j ) = |||
kab∈KeysServer
Server(j , kab)
Navíc každý uživatel může být v roli iniciátora a zároveň příjemce, a to hned ně-
kolikrát. Opět využijeme operátory prokládání, abychom popsali tento stav. Obecně:
Username = |||n∈Nonce Iname Initiator(name, n)
|||
|||
n∈Nonce Rname
Responder(name, n)
Při modelování protokolů je vhodné považovat komunikační prostředí za velmi
nepřátelské. Není možno ovlivnit jeho chování a vztah k posílaným zprávám. Jediné,
co je možné ovlivnit, je zabezpečení posílaných zpráv. Nepřátelské prostředí bude
reprezentovat role útočníka.
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Při modelování této role se maximálně využije výhod, které poskytuje analýza
pomocí FDR. Program útočníka totiž nemusí být nijak zvlášť komplexní, ani se ne-
využívá umělé inteligence. Program dokáže odchytávat zprávy putující přenosovým
kanálem, může je také úplně zastavit a zamezit jejich doručení. Dále se může útočník
vydávat za kohokoliv ze zúčastněných a pokusit se tak zneužít této falešné identity
ve svůj prospěch. Zároveň s tím souvisí možnost generování zpráv, na základě sku-
tečností zjištěných odposlechem kanálu.
Ze všech možných pokusů a omylů útočníka, na které se protokol testuje, může
vzejít při analýze prolomení bezpečnosti protokolu, což bude také demonstrováno
a podrobněji se tématu analýzy bude věnovat následující kapitola.
K požadovanému fungování útočníka v modelu CSP je potřeba, aby znal jisté
skutečnosti, jako jsou názvy komunikujících klientů, náhodná čísla, která generují
apod. Tyto skutečnosti se zahrnou do jeho Databáze počátečních znalostí (DPZ).
Jednoduše lze potom zapsat program pro útočníka takto:
Intruder(DPZ ) =
learn?m : messages → Intruder (close (DPZ ∪ {m}))
2 say?m : DPZ ∩messages → Intruder(DPZ )
Kanály learn a say jsou komunikačními kanály útočníka. Kanál learn je vstupní
(útočník se „učíÿ na základě odchycených zpráv) a say je kanál výstupní (útočník
vygeneruje zprávu na základě DPZ či dedukcí učiněných odposlechem zpráv přes
kanál learn).
Množina messages zahrnuje všechny zprávy, které mohou být posílány v rámci
protokolu. Funkce close() je určena pro dedukci faktu na základě množiny faktů.
3.2.2 Integrace systému
Posledním krokem, který zbývá pro popis systému v jazyce CSP, je spojení všech
komunikujících agentů, kteří vystupují v určitých rolích, pomocí komunikačních ka-
nálů. Při tomto propojení, stejně jako při jakémkoliv z předchozích kroků modelování
v CSP, je nutno brát ohled na pozdější analýzu v FDR.
K propojení dojde použitím přejmenování, jehož teorie byla vysvětlena. Výstupní
kanál agentů send , bude propojen se vstupním kanálem útočníka learn tak, že se oba
přejmenují na jediný kanál take. Obdobně vstupní kanál agentů receive a výstupní
kanál útočníka say se přejmenují na kanál fake.
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(Agent (Alice) [[fake, take/receive, send ]]
||| Agent (Bob) [[fakt , take/receive, send ]]
||| Justin[[fake, take/receive, send ]])
‖
{|take,fake|}
Eve[[take.x .y , fake.x .y/learn, say | x , y ∈ Agents ∪ {Justin}]]
Tímto přejmenováním je vytvořena malá testovací síť, skládající se z komuniku-
jících agentů Alice, Bob, serveru Justin a útočníka Eve, viz. obr. 3.3.
Obr. 3.3: Komunikační schéma propojeného systému protokolu Yahalom.
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4 ANALÝZA PROTOKOLU YAHALOM
Tato kapitola se bude zabývat analýzou vybraného protokolu. Jedná se o protokol
Yahalom, který se jeví jako dobrý demonstrační příklad. Vyskytují se v něm totiž
jednak strany, mezi kterými má být navázáno bezpečné spojení, zároveň je přítomen
také Key Server, který přidělí dané relaci klíč. Je zde tedy více komunikačních cest,
tím pádem i více možností k prolomení bezpečnosti.
4.1 Failure Divergence Refinement
Jazyk CSP slouží pro modelování procesů. V praxi se používá spolu s komerčním
nástrojem FDR (Failure Divergence Refinement). Jde o nástroj pro analýzu paralel-
ních systémů modelovaných v CSP. FDR Porovnává specifikaci a implementaci na
základě teorie zjemňování (refinement). Pokud je konkrétní implementace „zjemně-
nímÿ specifikace, můžeme říci, že tato implementace splňuje podmínky specifikace,
tedy vlastností, které požadujeme. V jazyce CSP můžeme popsat zjemnění násle-
dovně: Pokud jakákoliv volba v procesu Q je možná také pro proces P , musí platit,
že P se může chovat přesně jako Q . Můžeme potom říci, že P je ekvivalentí k P u Q ,
neboli že Q zjemňuje P (P v Q).
Pokud určité vlastnosti nejsou splněny, FDR nabídne cestu k dosažení požado-
vané vlastnosti. Tento nástroj umí odhalit i krizové stavy, jako deadlock či livelock.
Pokud nastane chyba, řekne přesně na základě stop, jakou posloupností událostí k ní
došlo.
Podstatou systému FDR je práce s procesy s konečnými stavy a prohledáváním
stavů těchto procesů. Protože ze své podstaty je prohledávání stavů omezeno výpo-
četním výkonem, ale především pamětí pro uložení struktur, je skutečně nutné, aby
procesy byly konečné. To je klíčový princip FDR, ale i jiných systémů pro prohle-
dávání stavů.
Z důvodů náročnosti na úložný prostor dat je v FDR implementován algoritmus
BFS, tedy prohledávání prostoru grafu do šířky. Při průchodu stavů se ale zazna-
menávají ty uzly, které reprezentují nestabilní stavy a z nich je potom provedeno
prohledávání do hloubky DFS.
FDR podporuje tři druhy modelů:
• model stop,
• model selhání,
• model selhání a divergencí.
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Model stop bude využit při analýze protokolu Yahalom. Stopy zachycené při běhu
protokolu nám mohou odhalit bezpečnostní chyby, kterých může útočník využít.
V modelu selhání je proces reprezentován svými stopami a svými chybovými
stavy. Lze zapsat (s ,X ), kde s je konečná stopa procesu a X je množina událostí,
které proces odmítne po proběhnutí stopy s . Proces se tak dostane do stavu, kdy
není schopen vykonávat žádnou viditelnou vnější, ani neviditelnou vnitřní akci.
V model selhání a divergencí je proces reprezentován svými stopami stejně, jako
ve výše zmíněném modelu selhání, zároveň je také reprezentován svými divergen-
cemi. Po proběhnutí stopy s tedy následuje stav zvaný livelock (nekonečný sled
vnitřních akcí procesu).
4.1.1 Systémové požadavky a grafické rozhraní
Aplikace FDR je určena pro operační systémy typu Unix. Pro účely analýzy byla
použita verze 2.83 s akademickou licencí. Aplikace byla používána v operačním sys-
tému Ubuntu 9.10.
Tato akademická verze se nestahuje jako volitelná součást OS v rámci správy
balíků, ale je distribuována v archívu tar.gz. Po rozbalení do příslušného adresáře je
nutno v systému nastavit globální proměnnou FDRHOME s cestou ke kořenovému
adresáři programu. To jsou všechny základní požadavky k běhu aplikace. Ke spuštění
nebylo potřeba doinstalovat do systému Ubuntu verze 9.10 žádné přídavné balíky.
Po spuštění aplikace se otevře hlavní okno, viz obr. 4.1. Spolu s ním se také
otevře okno pro otevření souboru. Vstupem je soubor s příponou csp, který obsa-
huje skript ve vhodně upravené notaci CSP. Hlavní okno se skládá z několika částí.
Z lišty nabídek zcela nahoře přistupujeme standardně k funkcím aplikace. Lišta zá-
ložek a záložky slouží k přepínání mezi různými druhy kontrol nad modelem, které
umí FDR provádět, jako je zjemnění, kontroly krizových stavů, atd. Nejdůležitější
částí je seznam tvrzení, které má FDR ověřit. Toto je také nejhlavnější funkce apli-
kace. Tvrzení jsou stanovena v načteném souboru. Pod seznamem tvrzení se nachází
seznam procesů, které jsou v daném modelu přítomny.
Jednotlivá tvrzení v seznamu tvrzení mají následující tvar:
assert specifikace [X= implementace,
kde specifikace a implementace jsou procesy a X značí, jaký model se použije pro
kontrolu. Pokud místo X je F, jedná se se o kontrolu selhání; FD znamená kontrolu
selhání/divergencí a T znamená kontrolu stop. Posledně zmíněný model se bude
používat výhradně.
Po levé straně každého tvrzení je symbol, který značí aktuální stav tvrzení. Sym-
bol otazníku znamená, že tvrzení dosud nebylo ověřeno. Pokud se zvolené tvrzení
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Obr. 4.1: Hlavní pracovní okno aplikace FDR.
právě výpočetně ověřuje, nachází se vedle něj symbol hodin. Po úspěšném dokončení
a potvrzení platnosti tvrzení se objeví symbol fajfky; pokud se v průběhu výpočtu
ukázalo, že tvrzení neplatí, objeví se vedle něj symbol křížku.
4.2 Casper
Ke zjednodušení vytváření CSP popisu protokolu byl vyvinut kompilátor Casper.
Jeho vstupem je textový soubor s popisem protokolu podobným zde uvedenému
protokolu Yahalom, spolu s dalšími informacemi. Výstupem je CSP kód, který se
předá nástroji FDR.
Kompilátor Casper umí pracovat se dvěma vlastnostmi. Jedná se o utajení a au-
tentičnost. Protokol Yahalom bude tedy testován na bezpečnost z hlediska těchto
dvou vlastností.
Informace obsažené ve vstupním skriptu kompilátoru Casper se dají rozdělit do
dvou skupin:
• definice protokolu,
• definice systému.
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Definice protokolu vychází z notace používané v akademických publikacích, včetně
této práce. Je dobré zdůraznit definici systému - jde o skutečnou konkrétní realizaci
protokolu, s ohledem na situaci, kterou chceme modelovat. Do této systémové části
patří popis agentů a útočníka.
Kompilátor si ve své podstatě sám nedokáže na základě definice protokolu poradit
s problémem záměrné nesrozumitelnosti části přenášené zprávy. Pokud a nemá rozu-
mět části zprávy, musí to být v popisu protokolu explicitně vyjádřeno tzv. %-notací.
Jednoduše je část zprávy, která má být nesrozumitelná pro příjemce, následována
sekvencí %v , kde v je proměnná, do které je uložena tato část zprávy, která nemá být
dešifrována. Pro odeslání zprávy, které a nerozumí, ale protistrana b jí má rozumět,
se použije sekvence v% před požadovanou částí zprávy.
4.3 Analýza protokolu Yahalom
K analýze protokolu Yahalom v aplikaci FDR byl nejprve vytvořen skript jako vstup
do programu Casper. Protože v protokolu Yahalom jde především o bezpečné usta-
vení klíče aktuální relace, tvrzení, která budou testována, budou vycházet z tohoto
předpokladu. Je požadováno, aby na konci protokolu měly obě strany a i b jistotu,
že klíč jejich relace kab je tajný, tedy že během protokolu nenastala situace, kdy by
útočník mohl získat klíč kab odposlechem, odchytáváním a zadržením zpráv či jejich
pozměňováním. Tento požadavek vyjádříme v bloku Specification takto:
Secret(a,kab,[b,s])
Secret(b,kab,[a,s])
Tuto definici požadavku čteme takto: a usuzuje, že klíč kab je znám pouze jemu,
a dále pak pouze subjektům b a s - tedy protějšku, se kterým chce a komunikovat,
a serveru, který ustaví klíč. Druhou definici čteme obdobně pro b.
Protože a nemá jistotu, že b přijalo klíč kab , specifikujeme požadavek týkající se
shody na klíči:
Agreement(a,b,[kab])
Kompletní skript je k nahlédnutí v příloze A. Tento skript byl pomocí kompi-
látoru Casper přeložen do notace CSP vhodné pro analýzu v FDR. Na obr. 4.2 je
výsledek analýzy tohoto skriptu. Všecka tvrzení byla označena za platná, výpočet
proběhl v řádu vteřin na procesoru AMD Sempron 3000+ s operační pamětí 512
MB RAM.
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Obr. 4.2: Analýza tvrzení protokolu Yahalom.
4.4 Prozrazení klíče relace v protokolu Yahalom
Protože jsme se zaměřili na kryptografické vlastnosti utajení a autentičnosti, bude
nyní demonstrováno, jaká změna v protokolu by měla za následek prozrazení klíče
kab , což by porušilo bezpečnost protokolu z hlediska obou vlastností.
Pro připomenutí je zde uvedena standardní verze protokolu Yahalom:
Zpráva 1 a → b : a.na
Zpráva 2 b → s : b. {a.na .nb}ServerKey(b)
Zpráva 3 s → a : {b.kab .na .nb}ServerKey(a) . {a.kab}ServerKey(b)
Zpráva 4 a → b : {a.kab}ServerKey(b) . {nb}kab
Nyní bude provedena malá úprava protokolu Yahalom. Pozměněn bude formát
Zprávy 3: určíme, že server Justin nebude šifrovat informace o tom, že druhou
stranou je Bob, a tedy že tato informace bude odeslána otevřeně. Výsledná podoba
bude vypadat takto:
Zpráva 1 a → b : a.na
Zpráva 2 b → s : b. {a.na .nb}ServerKey(b)
Zpráva 3 s → a : b. {kab .na .nb}ServerKey(a) . {a.kab}ServerKey(b)
Zpráva 4 a → b : {a.kab}ServerKey(b) . {nb}kab
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Vstupní skript pro kompilátor Casper zůstal až na změnu v definici protokolu
(ve třetí zprávě) shodný se skriptem použitým pro analýzu původní verze protokolu
Yahalom. Výstupní skript je opět předán jako vstup do aplikace FDR k analýze.
Obr. 4.3: Neplatné tvrzení o utajení.
Na obr. 4.3 můžeme vidět výsledek analýzy tvrzení o utajení klíče kab . Vidíme,
že FDR vyhodnotilo tvrzení za neplatné. Nyní si můžeme prohlédnout stopy, které
k prozrazení klíče kab vedly. Spustíme tedy ladící režim FDR.
Interpretovat tyto stopy je možné krok po kroku, ovšem pro usnadnění na-
bízí kompilátor možnost vlastní interpretace stop. Příkazem interpret v příkazovém
řádku textové verze Casperu se přepneme do interpretovacího režimu. Všechny stopy
z FDR zkopírujeme a vložíme do programu Casper k interpretaci. Výsledkem je ná-
sledující průběh komunikace:
1. Alice -> I Bob : Na
2. I Eve -> Justin : {Alice, Na, Na}{ServerKey(Eve)}
3. Justin -> I Alice : Eve, {Kab, Na, Na}{ServerKey(Alice)},
{Alice, Kab}{ServerKey(Eve)}
3. I Justin -> Alice : Bob, {Kab, Na, Na}{ServerKey(Alice)},
Garbage
4. Alice -> I Bob : Garbage, {Na}{Kab}
The intruder knows Kab
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Obr. 4.4: Stopy vedoucí k prozrazení klíče.
Předpona I znamená, že za domnělého agenta se vydává útočník. Na tomto pří-
kladu můžeme vidět, že útočník získal kontrolu nad komunikací a zprávou 4 je zakon-
čen běh protokolu a probíhá zašifrovaná komunikace mezí Alicí, která se domnívá,
že komunikuje s Bobem, ovšem za něho se vydává útočník.
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5 ZÁVĚR
Tato práce se měla zabývat kryptografickými protokoly. V první části byl prostor
věnován historii kryptografie, pro úvod do problematiky. Objasněny byly poté oblasti
moderní kryptografie, jako je symetrická a asymetrická kryptografie.
V druhé části je prostor věnován kryptografickým protokolům. Jako zástupce byl
vybrán první protokol, který umožňoval bezpečnou výměnu klíčů – Diffie Hellman
Key Exchange. Kromě jeho předností byly vysloveny také jeho nedostatky. Dále byly
vysvětleny obecné požadavky, které mohou být na protokoly kladeny.
Problematice modelování a analýzy protokolů se věnuje poslední část práce. Po-
psány jsou základy procesní algebry CSP a objasněn je i způsob analýzy komerčním
nástrojem FDR.
Ná příkladu protokolu Yahalom byly demonstrovány možnosti procesní alge-
bry při modelování. Protokol Yahalom byl následně anaylzován aplikací FDR na
splnění vlastností utajení a autentičnosti; v obou případech nezaznamenal systém
žádný útok. Aby byly předvedeny možnosti aplikace FDR při analýze, byl protokol
Yahalom pozměněn a následnou analýzou vyšlo najevo, jaké kroky musí útočník
podniknout, aby získal klíč kab a tím i kontrolu nad komunikací.
Nástroj FDR pro analýzu protokolů se zdá být velmi silný, hlavně z důvodu od-
halování chybových stavů v důsledku špatného postupu při návrhu nejen protokolu,
ale paralelních systémů obecně. Nezaznamenal jsem ovšem, že by byl více rozšířený
a používaný. Na českých internetových stránkách se lze se zmínkou o tomto nástroji
setkat jen okrajově; domnívám se, že by si zasloužil silnější pozici v odborných kru-
zích.
Přístup modelování pomocí CSP a analýzy s použitím FDR nevyřeší všechny
problémy zabezpečení protokolů. Nevýhodou analýzy je ze jeho podstaty velká ná-
ročnost na kapacitu operační paměti, je tedy nutné analyzovat vždy pouze výrazně
specifickou, úzkou část systému. Přes tyto nedostatky lze ovšem s výhodou získat
velmi cenné poznatky při návrhu a modelování bezpečnostních protokolů.
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SEZNAM SYMBOLŮ, VELIČIN A ZKRATEK
3DES Triple-DES
AES Advanced Encryption Standard
BFS Breadth-first Search
CBC Cipher-Block Chaining
CSP Communicating Sequential Processes
CTR Counter
DES Data Encryption Standard
DFS Depth-first Search
DPZ Databáze počátečních znalostí
DSA Digital Signature Algorithm
ECB Electronic Codebook
FDR Failure Divergence Refinement
GCHQ Government Communications Headquarters
MD5 Message-Digest algorithm 5
NSA National Security Agency
OS Operační systém
RFC Request for Comments
RSA algoritmus pojmenovaný po autorech Rivest, Shamir, Adleman
SHA1 Secure Hash Algorithm
SSH Secure Shell
XOR Exclusive Or
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A SKRIPT STANDARDNÍHO PROTOKOLU YA-
HALOM
Skript je určen pro vstup do komiplátoru Casper.
#Free variables
a, b : Agent
s : Server
na, nb : Nonce
kab : SessionKey
ServerKey : Agent -> ServerKeys
InverseKeys = (kab, kab), (ServerKey, ServerKey)
#Processes
INITIATOR(a,na) knows ServerKey(a)
RESPONDER(b,s,nb) knows ServerKey(b)
SERVER(s,kab) knows ServerKey
#Protocol description
0. -> a : b
1. a -> b : na
2. b -> s : {a, na, nb}{ServerKey(b)}
3 . s -> a : {b, kab, na, nb}{ServerKey(a)}, {a, kab}{ServerKey(b)} \% v
4. a -> b : v \% {a, kab}{ServerKey(b)}, {nb}{kab}
#Specification
Secret(a, kab, [b,s])
Secret(b, kab, [a,s])
Agreement(a, b, [kab])
#Actual variables
Alice, Bob, Eve : Agent
Justin : Server
Kab : SessionKey
Na, Nb : Nonce
InverseKeys = (Kab, Kab)
#Inline functions
symbolic ServerKey
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#System
INITIATOR(Alice, Na)
RESPONDER(Bob, Justin, Nb)
SERVER(Justin, Kab)
#Intruder Information
Intruder = Eve
IntruderKnowledge = {Alice, Bob, Eve, Justin, ServerKey(Eve)
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B SKRIPT UPRAVENÉ VERZE PROTOKOLU
YAHALOM
Skript je určen pro vstup do komiplátoru Casper.
#Free variables
a, b : Agent
s : Server
na, nb : Nonce
kab : SessionKey
ServerKey : Agent -> ServerKeys
InverseKeys = (kab, kab), (ServerKey, ServerKey)
#Processes
INITIATOR(a,na) knows ServerKey(a)
RESPONDER(b,s,nb) knows ServerKey(b)
SERVER(s,kab) knows ServerKey
#Protocol description
0. -> a : b
1. a -> b : na
2. b -> s : {a, na, nb}{ServerKey(b)}
3 . s -> a : b, {kab, na, nb}{ServerKey(a)}, {a, kab}{ServerKey(b)} % v
4. a -> b : v % {a, kab}{ServerKey(b)}, {nb}{kab}
#Specification
Secret(a, kab, [b,s])
Secret(b, kab, [a,s])
Agreement(a, b, [kab])
#Actual variables
Alice, Bob, Eve : Agent
Justin : Server
Kab : SessionKey
Na, Nb : Nonce
InverseKeys = (Kab, Kab)
#Inline functions
symbolic ServerKey
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#System
INITIATOR(Alice, Na)
RESPONDER(Bob, Justin, Nb)
SERVER(Justin, Kab)
#Intruder Information
Intruder = Eve
IntruderKnowledge = {Alice, Bob, Eve, Justin, ServerKey(Eve)}
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