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2. ELEMENTOS DE PROGRAMACIÓN
La Programación
es el arte y la técnica
de construir y formular algoritmos
de una forma sistemática.
Wirth
Los algoritmos y los programas están conformados por series de operaciones que se
desarrollan con datos. A su vez los datos se agrupan en categorías según los valores que
pueden contener y las operaciones que se puede realizar sobre ellos. Las operaciones se
especifican mediante expresiones conformadas por operadores y variables, éstas últimas
hacen referencia a los datos con los que se realiza la operación.
Este capítulo está dedicado al estudio de aquellos elementos que siendo básicos son
insustituibles en el diseño de algoritmos y la implementación de programas.
2.1 TIPOS DE DATOS
Los tipos de datos son clasificaciones para organizar la información que se almacena en la
memoria del computador. Estas abstracciones permiten definir valores mínimos y máximos
para cada tipo, de modo que se puede establecer el espacio que cada uno de ellos requiere
y de esta manera facilitar la administración de la memoria.
Los tipos de datos se utilizan en la declaración de las variables y en la validación de las
operaciones permitidas sobre cada tipo. Por ejemplo, los datos numéricos admiten
operaciones aritméticas, mientras que las cadenas pueden ser concatenadas.
Los lenguajes de programación que manejan tipos de datos cuentan con la definición de
tres elementos: los tipos primitivos o simples (números, caracteres y booleanos), el conjunto
de valores que pueden manejar y las operaciones permitidas.  A partir de los datos primitivos
se pueden implementar tipos compuestos, como cadenas, vectores y listas (Appleby y
Vandekppple, 1998).
Entre los datos primitivos se cuenta con tres tipos: numéricos, alfanuméricos y lógicos o
booleanos.  A su vez, los datos numéricos pueden ser enteros o reales, mientras que los
alfanuméricos pueden ser caracteres o cadenas, como se muestra en la figura 4.
Figura 4. Tipos de datos
2.1.1 Datos numéricos
Los datos de tipo numérico son aquellos que representan cantidades o información
cuantificable, como: el número de estudiantes de un curso, el sueldo de un empleado, la
edad de una persona, el valor de un electrodoméstico, la extensión en kilómetros cuadrados
que tiene un país o la nota de un estudiante.
Datos de tipo número entero. Son datos que se expresan mediante un número exacto; es
decir, sin componente fraccionario y pueden ser positivos o negativos. Este tipo se utiliza
para representar elementos que no pueden encontrarse de forma fraccionada en el dominio
del problema, por ejemplo:
Dato Valor
La cantidad de empleados de una empresa 150
Las asignaturas que cursa un estudiante 5
El número de goles anotados en un partido de fútbol 3
La cantidad de votos que obtiene un candidato 5678
Es importante anotar que el rango de valores enteros comprendido entre el infinito
negativo y el infinito positivo no puede ser manejado en los lenguajes de programación, por
razones de almacenamiento, los valores mínimos y máximos a manejar varían dependiendo
del lenguaje.
Algunos lenguajes de programación reservan dos bytes para los datos de tipo entero, por













Datos de tipo número real. Son datos que se expresan mediante un número que incluye una
fracción y pueden ser positivos o negativos. Este tipo de datos se utiliza para representar
elementos que en el dominio del problema tienen valores formados por una parte entera y
una parte decimal, por ejemplo:
Dato Valor
La estatura de una persona (expresada en metros) 1.7
La temperatura ambiente (en grados centígrados) 18.5
La nota de un estudiante (con base 5.0) 3.5
La tasa de interés mensual 2.6
Los lenguajes de programación reservan un número fijo de bytes para los datos de tipo
real, por ello el tamaño de estos números también es limitado.
2.1.2 Datos alfanuméricos
Se entiende como datos alfanuméricos aquellos que no representan una cantidad o valor
numérico y por ende no se utilizan para cuantificar, sino para describir o cualificar un
elemento al que hacen referencia. Por ejemplo, el color de una fruta, la dirección de una
casa, el nombre de una persona, el cargo de un empleado, el género.
Los datos alfanuméricos pueden estar formados por caracteres del alfabeto, por números
y por otros símbolos; sin embargo, aunque incluyan dígitos no pueden ser operados
matemáticamente.
Caracteres. Los caracteres son cada uno de los símbolos incluidos en un sistema de
codificación, pueden ser dígitos, letras del alfabeto y símbolos. El sistema más conocido
actualmente es ASCII (American Standard Code for Information Interchange). Este requiere
un byte de memoria para almacenar cada carácter e incluye un total de 256 caracteres. Son
ejemplos de caracteres: 1, a, %, +, B, 3.
Cadenas. Son conjuntos de caracteres encerrados entre comillas (“ “) que son manipulados
como un solo dato, por ejemplo:
El nombre de una persona: “José”
La ubicación de una universidad: “Calle 19 con 22”
El título de un libro: “Diseño de algoritmos”
2.1.3 Datos lógicos o booleanos
Los datos de este tipo solo pueden tomar dos valores: verdadero o falso. En programación
se utilizan sobremanera para hacer referencia al cumplimiento de determinadas condiciones,
por ejemplo: la existencia de un archivo, la validez de un dato, la relación existente entre dos
datos.
2.2 VARIABLES Y CONSTANTES
Todos los programas de computador, indiferente de la función que cumplan, operan sobre
un conjunto de datos. Durante la ejecución de un programa los datos que éste utiliza o
genera reposan en la memoria. La información sobre el lugar de almacenamiento de un dato,
el tipo y el valor se maneja mediante el concepto de variable. Si el valor se mantiene
inalterable durante toda la ejecución del programa se le da el nombre de constante.
2.2.1 Variables
Para manipular un dato en un programa de computador es necesario identificarlo con un
nombre y conocer: la posición de memoria donde se encuentra, el tipo al que pertenece y el
valor. Para hacer más sencillo el manejo de esta información se cuenta con una abstracción
a la que se denomina variable.
En términos de Appleby y Vandekppple (1998) una variable está asociada a una tupla
conformada por los atributos:
Identificador (nombre de la variable)
Dirección (posición de memoria donde se almacena el dato)
Tipo de dato (especifica: conjunto de valores y operaciones)
Valor (dato almacenado en memoria)
Identificador. Un identificador es una palabra o secuencia de caracteres que hace referencia
a una posición de memoria en la que se almacena un dato.
La longitud de un identificador y la forma de construirse puede variar de un lenguaje de
programación a otro; no obstante, hay algunas recomendaciones que se deben tener
presente:
 Debe comenzar por una letra comprendida entre A y Z (mayúscula o minúscula)
 No debe contener espacios en blanco
 Debe tener relación con el dato que se almacenará en la posición de memoria
(nemotécnico)
 No debe contener caracteres especiales y operadores
 Después de la primera letra se puede utilizar dígitos y el caracter de subrayado ( _ ).




Es frecuente que el identificador represente más de una palabra, ya que se pueden tener







En estos casos es recomendable utilizar un número fijo de caracteres de la primera
palabra combinado con algunos de la segunda, teniendo en cuenta de aplicar la misma
técnica para la formación de todos los identificadores, de manera que sea fácil recordar el
identificador para cada dato.
Los identificadores de los datos anteriores podrían formarse de la siguiente forma:
Dato Identificador O también
Nombre de estudiante Nom_est Nbre_e
Nombre de profesor Nom_pro Nbre_p
Código estudiante Cod_est Cdgo_e
Código profesor Cod_pro Cdgo_p
Teléfono estudiante Tel_est Tfno_e
Teléfono profesor Tel_pro Tfno_p
En la segunda columna, los identificadores se han formado utilizando los tres primeros
caracteres de cada palabra, mientras que en la tercera, tomando el primero y los últimos
caracteres de la primera palabra y solo el primero de la segunda.
Cada programador tiene su propia estrategia para formar identificadores para: variables,
constantes, funciones y tipos de datos definidos por el usuario.  Lo importante es tener en
cuenta las recomendaciones presentadas anteriormente y utilizar siempre la misma
estrategia  para facilitarle el trabajo a la memoria (del programador naturalmente).
2.2.2 Tipos de variables
Las variables pueden ser clasificadas con base a tres criterios: el tipo de dato que
guardan, la función que cumplen y el ámbito.
De acuerdo al tipo de dato que almacenan, las variables pueden ser de tipo entero, real,
caracter, cadena, lógico y de cualquier otro tipo que el lenguaje de programación defina.
En cuanto a la funcionalidad, las variables pueden ser: variables de trabajo, contadores,
acumuladores y conmutadores.
El ámbito determina el espacio en el que las variables existen, pueden ser globales o
locales.
Variables de trabajo. Son las variables que se declaran con el fin de guardar los valores






Área = base * altura / 2
Contadores. Son variables que se utilizan para registrar el número de veces que se ejecuta
una operación o un grupo de ellas.  El uso más frecuente es como variable de control de un
ciclo finito, en cuyo caso guardan el número de iteraciones, pero también pueden registrar el
número de registros de un archivo o la cantidad de datos que cumplen una condición.
Los contadores se incrementan o decrementan con un valor constante, por lo regular es
de uno en uno.
Ejemplo: se desea ingresar las notas definitivas de los estudiantes de un grupo para
calcular el promedio del mismo.  Dado que el tamaño del grupo puede variar, se requiere una
variable (contador) para registrar el número de notas ingresadas, para luego poder calcular el
promedio.
Acumuladores. También se llaman totalizadores.  Son variables que se utilizan para
almacenar valores que se leen o se calculan repetidas veces.  Por ejemplo, si se quisiera
calcular el promedio de notas de un grupo de estudiantes, lo primero que se hace es leer las
notas y cada una se suma en una variable (acumulador) de modo que después de leer todas
las notas se divide la sumatoria de las mismas sobre el número de estudiantes para obtener
el promedio.
En este ejemplo se ha hecho referencia a un contador para conocer el número de
estudiantes y a un acumulador para sumar las notas.
El acumulador se diferencia del contador en que éste no tiene incrementos regulares, sino
que se incrementa de acuerdo al valor leído o al resultado de una operación.
Conmutadores. También se les llama interruptores, switchs, banderas, centinelas o flags.
Son variables que pueden tomar diferentes valores en la ejecución de un programa y
dependiendo de dichos valores el programa puede variar la secuencia de instrucciones a
ejecutar, es decir, tomar decisiones.
Ejemplo 1: un conmutador puede utilizarse para informarle a cualquier módulo del
programa si un determinado archivo ha sido abierto.  Para ello se declara la variable de tipo
lógico y se le asigna el valor falso y en el momento en que se abre el archivo se cambia a
verdadero.  Así en cualquier momento que se desee averiguar si el archivo ha sido abierto
basta con verificar el estado del conmutador.
Ejemplo 2: si se busca un registro en un archivo se declara una variable de tipo lógico y se
inicializa en falso, para indicar que el registro no ha sido encontrado.  Se procede a hacer la
búsqueda, en el momento en que el registro es localizado se cambia el valor de la variable a
verdadero.  Al finalizar la búsqueda, la variable (conmutador) informará si el registro fue
encontrado o no, dependiendo si su valor es verdadero o falso, y según éste el programa
sabrá que instrucciones ejecutar.
Ejemplo 3: es común que un programa esté protegido con un sistema de seguridad.  En
algunos casos se tienen diferentes niveles de usuarios, donde dependiendo del nivel tiene
acceso a determinados módulos.  El programa habilitará o deshabilitará ciertas opciones
dependiendo del nivel de acceso, el cual estará almacenado en una variable (conmutador).
Locales. Una variable es de tipo local cuando solo existe dentro del módulo o función en el
que fue declarada.  Este tipo de variable es útil cuando se aplica el concepto de
programación modular, ya que permite que en cada procedimiento o función se tengan sus
propias variables sin que entren en conflicto con las declaradas en otros módulos.
Por defecto todas las variables son locales al ámbito donde se declaran, si se desea
declararlas como globales es necesario especificarlas como tales.
Globales. Son variables que se declaran para ser utilizadas en cualquier módulo* del
programa.  Existen desde que se declaran hasta que se termina la ejecución de la aplicación.
* Los conceptos de módulo, subrutina, procedimiento y función están relacionados con la estrategia “dividir para
vencer” aplicada para enfrentar la complejidad del desarrollo de software. Ésta consiste en partir un problema
grande en problemas de menor tamaño, más fáciles de solucionar, y al hacer interactuar las soluciones
parciales se resuelve el problema general. Este tema se trata en el capítulo 6.
El concepto de variables locales y globales es poco útil en  la solución de problemas
mediante un solo algoritmo, pero cuando el algoritmo se divide en subrutinas es importante
diferenciar entre las variables que desaparecen al terminar un procedimiento o una función y
aquellas que trascienden los módulos, y su actualización en un lugar puede afectar otras
subrutinas.
Por lo general, los lenguajes de programación definen las variables como locales a menos
que se indique lo contrario; por ello, siguiendo esa lógica, en este documento se propone
utilizar el modificador global antes de la declaración de la variable para especificar que es de
ámbito global.
Global entero: x
Se debe tener cuidado de no utilizar el mismo identificador de una variable global para
declarar una variable local, pues al actualizarla dentro de la subrutina no se sabría a qué
posición de memoria se está accediendo.
2.2.3 Declaración de variables
Esta operación consiste en reservar en memoria el espacio suficiente para almacenar un
dato del tipo especificado y a la vez incluir el identificador en la lista de variables del
programa.
Para declarar una variable se escribe el tipo de dato seguido del identificador de la
variable, de la forma:
TipoDato identificador
Si se desea declarar varias variables de un mismo tipo, se escribe el tipo de dato y la lista
de identificadores separados por comas (,) de la forma:
TipoDato identificador1, identificador2, identificador3
Ejemplo:
Entero: edad
Real: estatura, peso, sueldo
Cadena: nombre, apellido, dirección
Aunque hay algunos lenguajes de programación que permiten declarar las variables en el
momento en que se las necesita, es aconsejable, en favor de los buenos hábitos de
programación, siempre declarar las variables antes de utilizarlas y el sitio más adecuado es
el inicio del programa o de la función.
2.2.4 Asignación de valores
Esta operación consiste en almacenar un dato en una posición de memoria haciendo uso
de una variable previamente declarada. Es necesario que el dato asignado corresponda al
tipo para el cual se declaró la variable.








dirección = “Carrera 24 15 40”
sueldo = 1000000









área = base * altura
Una expresión de asignación  tiene tres partes, una variable, el signo igual y el valor o la
expresión cuyo resultado se asigna a la variable.  La variable siempre va a la izquierda del
signo igual, mientras que el valor o la expresión siempre estará a la derecha.
2.2.5 Constantes
Una constate hace referencia a una posición de memoria y se forma de igual manera que
una variable, con la diferencia de que el dato almacenado no cambia durante la ejecución del
programa.
Las constantes se utilizan para no tener que escribir los mismos valores en diversas partes
del programa, en vez de ello se utiliza una referencia al mismo. De manera que cuando se
requiera cambiar dicho valor basta con hacer el cambio en una sola línea de código, en la
que se definió la constante.
Otro motivo para definir una constante es que resulta más fácil recordar y escribir un
identificador que un valor. Por ejemplo, es más fácil escribir pi que 3.1416, en especial si este
valor hay que utilizarlo repetidas veces en el programa.
2.3 OPERADORES Y EXPRESIONES
Los operadores son símbolos que representan operaciones sobre datos. Las expresiones
son combinaciones de operadores y operandos (datos) que generan un resultado.
En programación se utilizan tres tipos de operaciones: aritméticas, relacionales y lógicas, y
para cada una existe un conjunto de operadores que permite construir las expresiones.
2.3.1 Operadores y expresiones aritméticos
Los operadores aritméticos se aplican sobre datos de tipo numérico y permiten realizar las
operaciones aritméticas, éstos se presentan en el cuadro 2.







Las expresiones aritméticas combinan los operadores del cuadro 2 con datos numéricos y
generan un nuevo número como resultado. Por ejemplo, si se tiene la base y la altura de un
triángulo, mediante una expresión aritmética se puede obtener su área.
Ejemplo:
Declaración de variables




Expresión aritmética para calcular el área:
base * altura / 2;
Asignación del resultado de una expresión aritmética a una variable:
área = base * altura / 2
En resultado de esta expresión es 75 y se guarda a la variable área.
Los operadores aritméticos se utilizan para operar tanto datos de tipo enteros como reales,
excepto el operador Mod que se aplica únicamente a números enteros.
Algunos autores, como Becerra (1998) y Cairó (2005), hacen diferencia entre la operación
división (/) y división entera, y utilizan la palabra reservada div para la segunda. En este libro
se utiliza el símbolo / para toda operación de división.  Si los operandos son de tipo entero el
resultado será otro entero, en cuyo caso se dirá que se desarrolla una división entera,
mientras que si los operandos son reales, o alguno de ellos lo es, el resultado será de tipo
real.
El operador Mod (módulo) devuelve el residuo de una división entera. Ejemplo:
10 Mod 2 = 0 ya que 10 / 2 = 5 y el residuo es 0
10 Mod 4 = 2 ya que 10 / 4 = 2 y el residuo es 2
La combinación de diferentes operadores aritméticos en una misma expresión puede
hacer que ésta resulte ambigua; es decir, que sea posible más de una interpretación y por
ende más de un resultado. Para evitar dicha ambigüedad los operadores tienen un orden
jerárquico que determina cuál se ejecuta primero cuando hay varios en la misma expresión.
Para alterar el orden de ejecución determinado por la jerarquía es necesario utilizar
paréntesis.
Como se aprecia en el cuadro 3, en la jerarquía de los operadores, en primer lugar se
tiene los paréntesis, que permiten construir subexpresiones, que son las primeras en
desarrollarse. Luego se tiene la multiplicación, la división y el módulo, que presentan un nivel
de jerarquía mayor que la suma y la resta. Esto significa que si en una expresión se
encuentran multiplicaciones y sumas, primero se ejecutan las multiplicaciones y después las
sumas. Cuando se presentan varios operadores del mismo nivel, como suma y resta, la
ejecución se hace de izquierda a derecha.
Ejemplos:
3 * 2 + 5   =  6 + 5 = 11
3 * (2 +5) =  3 * 7  = 21
6 + 4 / 2   = 6 + 2 = 8
(6 + 4) / 2 = 10 / 2 = 5
5 * 3 + 8 / 2 – 1      =  15 + 4 - 1 = 18
5 * (3 + 8) / (2 - 1)  =  5 * 11 / 1 = 55
10 + 12 Mod 5    =  10 + 2   = 12
(10 + 12) Mod 5  =  22 % 5  = 2





2 *, /, Mod Multiplicación, división y módulo
3 +, - Suma, resta, incremento ydecremento
2.3.2 Operadores y Expresiones Relacionales
Los operadores relacionales permiten hacer comparaciones entre datos del mismo tipo.
Las expresiones relacionales dan como resultado un dato de tipo lógico: verdadero o falso.
Estas expresiones se utilizan principalmente para tomar decisiones o para controlar ciclos.
Los operadores se presentan en el cuadro 4.
Cuadro 4. Operadores relacionales
Operador Comparación
< Menor que
<= Menor o igual que
> Mayor
>= Mayor o igual que
= Igual a
<> Diferente de
Algunos ejemplos de expresiones relacionales son:
Declaración e inicialización de la variable
Entero x = 5;
Expresiones relacionales:
x < 10 = verdadero
x > 10 = falso
x = 10 = falso
Declaración e inicialización de variables
Real a = 3, b = 1
Expresiones relacionales:
a = b = falso
a > b = verdadero;
a < b = falso
a <> b = verdadero
2.3.3 Operadores y expresiones lógicos
Estos operadores se utilizan únicamente para operar datos de tipo lógico o booleano
(verdadero o falso). Las expresiones lógicas dan como resultado otro dato de tipo lógico. Los
operadores se muestran en el cuadro 5.





En el cuadro 6 se muestra los resultados de operar datos lógicos con los operadores Y, O,
NO.
Ahora bien, como los datos lógicos no son comunes en el mundo real, la mayoría de las
expresiones lógicas se construyen a partir de expresiones relacionales. Algunos ejemplos
son:
Real nota = 3.5;
(nota >= 0) Y (nota <= 5.0) = Verdadero
Entero a = 15, b = 8;
(a > 10) O (b > 10) = Verdadero
NO (b > 5) = falso





























2.3.4 Jerarquía general de los operadores
Los operadores aritméticos, relacionales y lógicos pueden aparecer mezclados en una
misma expresión. En estos casos es necesario tener especial atención a la jerarquía de los
mismos para asegurarse que cada uno opera sobre tipos válidos y no se generen errores en
tiempo de ejecución. Para ello conviene tener en cuenta el orden jerárquico que le
corresponde a cada uno, a fin de establecer el orden de ejecución y forzar la prioridad para
que las expresiones se desarrollen correctamente. En el cuadro 7 se presenta la jerarquía de
todos los operadores estudiados en este capítulo.
Cuadro 7. Jerarquía de los operadores
Prioridad Operadores
1 ()
2 *, /, Mod, NO
3 +, -, , Y
4 >, <, >=, <=, <>, =, O
Tener en cuenta que los operadores del mismo nivel se ejecutan de izquierda a derecha.
