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Tato bakalářská práce je věnována laboratorním úlohám pro mikrokontroléry MC9S08LH 
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TWR-S08LH, která je osazena tímto mikrokontrolérem. Druhá část je věnována vytvoření 
sady laboratorních úloh, demonstrujících využití periferií mikrokontroléru a vytvoření 
vzorových programů v jazyce C pro tyto úlohy. 
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This bachelor’s thesis is about laboratory tutorials for Freescale MC9S08LH microcontrollers. 
In the first part, the thesis describes peripherals of microcontroller and also talks about 
development board TWR-S08LH. In the next part the thesis describes created pack of 
tutorials, demonstrating use of microcontroller’s peripherals and also describes creating of 
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Cílem této bakalářské práce bylo navrhnout sadu laboratorních úloh, pro použití periferií 
mikrokontrolérů MC9S08LH64 firmy Freescale. Pro vývoj vzorových programů byla použita 
vývojová deska TWR-S08LH64, obsahující zabudovaný mikrokontrolér, na které jsou 
demonstrovány základní využití čítačů, časovačů a I/O portů. Pro tyto laboratorní úlohy také 
byly sepsány zadání a návody. 
Práce je rozdělena na čtyři hlavní části. V první části je stručně popsán mikrokontrolér 
MC9S08LH64, jsou tam popsány některé periferie a také vstupně-výstupní porty. 
Druhá část se věnuje vývojové desce TWR-S08LH64. Je v ní popsána komunikace 
mezi PC a vývojovou deskou. Dále jsou v ní také stručně popsány periferie vývojové desky, 
které je možné využít pro demonstraci funkcí mikrokontroléru. 
Ve třetí části se práce věnuje vývojovému prostředí CodeWarrior, vytvoření projektu 
v tomto programu a základní orientaci v tomto programu.  
Poslední a nejobsáhlejší část práce je věnována jednotlivým navrhnutým laboratorním 




2 Mikrokontrolér MC9S08LH64 
Tato kapitola se věnuje mikrokontroléru MC9S08LH64 firmy Freescale, popisuje možnosti 
různých zdrojů hodin, periferie mikrokontroléru a I/O porty. 
2.1 Možnosti zdroje hodin 
Na výběr jsou dva zdroje hodin. Prvním je oscilátor, jedná se o krystalový nebo keramický 
rezonátor. Pracuje v rozmezí 31,25kHz až 38,4kHz nebo v rozmezí 1MHz až 16 MHz. 
Druhou možností je Interní zdroj hodin (ICS). Jedná se o modul, který obsahuje frekvenčně 
uzavřenou smyčku FLL (frequency-locked-loop), kontrolovanou interními nebo externími 
referenčními hodinami. Modul také podporuje systémové hodiny MCU v rozmezí 1MHz až 
20MHz. 
Na Obr. 1 je zjednodušený nákres propojení hodin. Některé moduly MCU mohou mít 
více zdrojů hodin na vstupu. Vstupy hodinových signálů do modulů ukazují, které hodiny 
jsou podporovány pro použití v rámci daného modulu.  
 




2.2 Periferie mikrokontroléru 
V této podkapitole jsou probrány základní vlastnosti a možnosti nastavení některých modulů 
mikrokontroléru. 
2.2.1 LCD (Liquid Crystal Display) 
LCD modul kontroluje 44 LCD pinů, určených k řízení LCD displeje. Na 64-pinovém 
mikroprocesoru je 32 LCD pinů dostupných pro kontrolu až 4x28 nebo 8x24 nastavení LCD 
displeje. Pro tento modul mohou být vybrány zdroje hodin OSCOUT nebo ALTCLK. 
2.2.2 ADC (Analog To Digital Converter) 
A/D převodník, nacházející se v mikrokontroléru S08LH64 má volitelné rozlišení převodu, až 
k maximálnímu rozlišení 16 bitů. Vstupem převodníku může výt vybrán buď diferenční ADC 
vstup, nebo jeden z 8 jednoduchých ADC vstupů. Uživatel má na výběr ze dvou typů 
převodu, a to jednoduchý A/D převod, nebo kontinuální převod, v závislosti na požadavcích 
aplikace. Dále je možno nastavit vzorkovací čas a rychlost převodu. K dispozici jsou také 
čtyři druhy zdroje hodin. U zdroje vstupních hodin je požadována určitá minimální a 
maximální možná hodnota frekvence. A/D převodník umožňuje automatickou srovnávací 
funkci s následným vyvoláním přerušení. V převodníku lze využít i teplotní senzor. 
2.2.3 ACMP (Analog Comparater Module) 
Analogový srovnávací modul představuje obvod pro srovnávání dvou analogových vstupních 
napětí nebo pro srovnávání vstupního napětí s referenční hodnotou. Tento modul také 
obsahuje různé možnosti přerušení. To může být vyvoláno v reakci na stoupající, klesající 
hranu nebo na oba typy. ACMP obsahuje dva piny, které mohou být nakonfigurovány jako 
vstupy. Pokud je modul ACMP vypnut, pak tyto dva piny jsou využívány jako obyčejný 
digitální vstup nebo výstup. 
2.2.4 TPM (Timer Pulse Width Modulator) 
Jedná se o časovač, který obsahuje dva kanály (TPM1 a TPM2). Může být zvolen specifický 
funkční mód pro oba tyto kanály, nebo může časovač fungovat jako obyčejný časovač 
s vyvoláním přerušení. Jako vstupní hodinový zdroj můžou být vybrány tři druhy zdrojů 
(hodiny MCU, hodiny s fixní frekvencí nebo externí zdroj hodin). Modul obsahuje 16-bitový 
čítač a modulo registr pro nastavení požadované koncové hodnoty čítače. V tomto modulu je 
možnost přerušení při “přetečení“ modulo registru čítačem.  
2.2.5 TOD (Time of Day module) 
Tento modul obsahuje 8-bitový čítač, který je inkrementován každou čtvrt-sekundu, a také 6-
bitový registr pro kontrolu hodnoty v čítači. Na výběr jsou tři možnosti nastavení přerušení. 
To bude vyvoláno buď vždy když bude inkrementován čítač, tzn. každých 0,25s, nebo bude 
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přerušení vyvoláno v intervalu 1s, nebo poslední možností je vyvolání přerušení vždy, když 
bude čítač obsahovat stejnou hodnotu jako uživatelsky nastavitelný kontrolní registr (TOD 
Match register). Pro tento modul jsou možné tři různé zdroje hodin, které jsou následně 
škálovány vybranou hodnotou škálovacího faktoru, který je různý pro různé standardní 
vstupní frekvence. Také je možnost výstupu takto upravených hodin. 
2.3 I/O porty 
Vstupně-výstupní porty jsou specifickým druhem periferií mikrokontroléru. Mikrokontrolér 
MC9S08LH64 má na výběr z pěti paralelních I/O portů, které obsahuje celkem 39 I/O pinů. 
V těchto pinech jsou též zahrnuty dva speciální piny, které mohou být nastaveny pouze jako 
piny výstupní. Mnoho těchto pinů jsou sdíleny s periferiemi mikrokontroléru, jako jsou 
časovače, převodník nebo LCD displej. Pokud je I/O pin sdílen s některou periferií, a tento 
periferní modul není vypnut, pak má vždy přednost modul před normální I/O funkcí pinu, a 
tak v těchto případech mohou být funkce, spojené s klasickými vstupy a výstupy neaktivní. Po 
resetu jsou vždy periferní funkce vypnuty a piny jsou konfigurovány v příslušném registru 
jako vstupy.  
To se nastavuje v příslušném registru Port Data Direction, speciálním pro každý port. 
Zapsáním hodnoty 0, je pin nastaven jako vstup, zapsáním logické 1 je pin nastaven jako 
výstup. Dále je možnost nastavit registr Pull-up Enable, kde je možno připojit k pinům interně 
pull-up odpory, důležité například pro správnou funkci tlačítek. A důležitým registrem je 
registr Port Data, který u pinů, nastavených jako vstupy, může číst hodnotu na tomto vstupu. 







3 Vývojová deska TWR-S08LH64 
Tato kapitola je věnována vývojové desce TWR-S08, která je osazena mikroprocesorem 
MC9S08LH64. Jsou v ní stručně popsány periferie vývojové desky, které lze využít pro 
demonstrativní použití mikrokontroléru. 
3.1 Komunikace mezi deskou a PC 
 
Obr. 2 Vývojová deska TWR-S08 
 
Na Obr. 2 je vyobrazena vývojová deska TWR-S08LH64 a jeden možný způsob komunikace 
mezi touto deskou a PC. Ta může probíhat skrz sériové rozhraní mini-B, USB konektor. 
Tento způsob komunikace je nazván Open-Source Background Debug Mode (OSBDM) 
interface. OSBDM je plně podporován v programu CodeWarrior a představuje přímý přístup 
do mikrokontroléru. Toto rozhraní je schopno poskytnout zdroj energie pro vývojovou desku 
a tudíž není potřeba externí zdroj energie, jakoby to bylo v případě jiných druhů spojení, např 
přes jiné sériové rozhraní RS-232. Velikost zdroje energie je limitována specifikací USB a 




3.2 Periferie vývojové desky 
3.2.1 Tlačítko RESET 
Toto tlačítko je připojeny přímo k RESET pinu mikrokontroléru. Představuje možnost externě 
vyvolat takové nastavení programu, jaké bylo před prvním spuštěním aplikace.  
3.2.2 LCD displej 
Na vývojové desce TWR-S08 je osazen LCD displej GD-5360P, ke kterému je připojeno 
2x30 pinů, kde 2x28 pinů slouží k zobrazení vybraných znaků na LCD displeji. LCD je 
propojen přímo s cílovým mikrokontrolérem MC9S08LH64. Na detailní možnosti nastavení 
LCD displeje je možno nahlédnout do manuálu k mikrokontroléru, případně do kapitoly 5.3 
v této práci. 
3.2.3 Akcelerometr 
Na vývojové desce TWR-S08 se také nachází analogový akcelerometr MMA7361L, který 
dokáže měřit zrychlení ve třech osách. Je vhodný pro tvorbu pohybově senzitivních aplikací. 
Tento Akcelerometr podporuje 2 uživatelské možnosti citlivosti, buď 1,5g nebo 6g. Výsledky 
měření akcelerometru jsou vedeny přímo do mikrokontroléru. Více detailů k nastavení 
akcelerometru jsou k dispozici v manuálu k vývojové desce TWR-S08. Signály spojené 
s výstupem akcelerometru jsou PTA1/ADP5, PTA2/ADP6 a PTA3/ADP7, kdy jsou na tyto 
piny přivedeny hodnoty X, Y a Z z akcelerometru.  
3.2.4 Uživatelské vstupy a výstupy 
Na vývojové desce jsou osazeny tyto uživatelské vstupy a výstupy (I/O). Miniaturní piezo 
siréna, světelný senzor, 4 tlačítka, 4 zelené LED diody a jeden potenciometr.  
3.2.4.1 Piezo-siréna 
Na desce se nachází piezo-siréna, vhodná pro využití u akustických aplikací. Mikrokontrolér 
ovládá sirénu na střední frekvenci 2400Hz. Pin sloužící jako výstup z mikrokontroléru pro 
sirénu je na portu C a signál je označen PTC2, čili se jedná o třetí pin portu C. Tento pin musí 
být nastaven jako výstupní, pro možnost využití jako sirény.  
3.2.4.2 Světelný senzor 
Jako světelný senzor funguje na desce fototranzistor, označený jako RZ1. Světelný senzor 
poskytuje uživateli možnost světelně citlivého vstupu. Proud procházející fototranzistorem je 
nepřímo úměrný intenzitě světla, dopadajícího na povrch desky v místě, osazeném tímto 
senzorem. Signál vstupující do mikrokontroléru je označený jako PTA6/ADP6. Signál ADP6 




Na vývojové desce jsou také osazena 4 tlačítka, sloužící jako uživatelský vstup. Tyto tlačítka 
jsou v normálním stavu otevřená a logická hodnota na vstupu mikrokontroléru je hodnota 1. 
Pokud jsou tlačítka stlačena, pak je na vstupu mikrokontroléru logická hodnota 0, ale vždy jen 
po dobu, kdy je tlačítko stlačeno. Tři tlačítka jsou připojena k portu A, konkrétně signály 
PTA6, PTA7 a PTA0. Pro správnou funkci těchto tlačítek musí být zapnuty interní pull-up 
odpory. Pro čtvrté tlačítko, připojené k portu C (signál PTC7), se interní pull-up odpor nemusí 
zapínat, neboť toto tlačítko je k pull-up odporu připojeno externě. 
3.2.4.4 LED diody 
Na desce jsou osazeny i 4 LED diody, zelené barvy, pro signalizaci výstupu. K těmto diodám 
je v sérii připojen proudově limitovaný rezistor, který zajišťuje, že diodami nepoteče 
nadměrně velký proud, který by mohl diody poškodit. Jednotlivé diody jsou připojeny k portu 
C, signály PTC2-PTC5. 
3.2.4.5 Potenciometr 
Na vývojové desce se nachází potenciometr (POT) s maximálním možným odporem 5000. 
Potenciometr může sloužit k simulaci analogového vstupu. Je připojen k portu A, signál 





4 Vývojové prostředí CodeWarrior 
V této kapitole je popsáno vývojové prostředí CodeWarrior, je v ní také demonstrován způsob 
vytvoření projektu a popsána základní orientace ve vývojovém prostředí. 
4.1 O programu CodeWarrior 
CodeWarrior Development Studio je vývojové prosředí, vytvořené firmou Freescale, pro 
tvorbu programů pro embedded systémy. Je určen právě pro mikrokontroléry od společnosti 
Freescale. K dostání jsou různé balíčky tohoto programu, pro vytváření aplikací pro různé 
mikrokontroléry. K mikrokontroléru MC9S08LH64 je k dispozici na přiloženém CD 
vývojové prostředí CodeWarrior Development Studio for Microcontrollers V6.3. Po instalaci 
tohoto studia je nutné nainstalovat ještě ServicePack k tomuto studiu, který umožňuje 
programování mikrokontrolérů řady 9S08LH a 9S08LL.  
4.2 Vytvoření projektu 
Po kliknutí na ikonu Code Warrior IDE se zobrazí úvodní obrazovka, viz. Obr. 3. 
 
Obr. 3: Úvodní obrazovka programu CodeWarrior 
Nový projekt vytvoříme kliknutím na Create New Project, pokud již bylo 
v CodeWarrioru někdy pracováno, pak může být načten již rozpracovaný projekt po kliknutí 
na Load Previous Project. Po vytvoření nového projektu se objeví obrazovka vlastností 
projektu, kde může být vybrán mikrokontrolér, který má být programován a způsob 




Obr. 4: Výběr mikrokontroléru a komunikace 
V levém sloupečku je potřeba rozkliknout možnost HCS08, tam poté najít rodinu 
mikrokontrolérů HCS08LH, a pak již vybrat příslušný mikrokontrolér MC9S08LH64. Dále je 
nutné v pravém sloupečku vybrat způsob komunikace, a to bude HCS08 FSL Open Source 
BDM, které je voleno v případě propojení přes USB kabel. Po kliknutí na tlačítko next, je 
pokračováno v nastavování projektu, viz. Obr. 5. 
 
Obr. 5: Výběr programovacího jazyka a umístění projektu 
20 
 
V dalším kroku je tedy vybrán programovací jazyk, ve kterém bude celý program 
psán. Pro potřeby programování laboratorních úloh bude vybrán programovací jazyk C. Dále 
je také vybráno umístění a název projektu, ten může být pojmenován například LU1. Nyní již 
může být nastavování projektu ukončeno, kliknutím na tlačítko Finish.  
4.3 Základní orientace v projektu 
Po ukončení nastavení je vytvořen projekt a v levém sloupci jsou zobrazeny všechny 
souboru zahrnuté k tomuto programu. Po rozkliknutí složky Sources a dvojkliku na main.c je 
zobrazena hlavní funkce programu na obrazovce, tak jako je vidět na Obr. 6.  
 
Obr. 6: Základní obrazovka projektu, funkce main 
V případě, že v programu bude zahrnuta i jiná knihovna, než jsou základní, pak se přidává 
pravým kliknutím na složku Libs a následným kliknutím na Add Files… To stejné se musí 
udělat i u složky Includes, kdy do této složky se přidává hlavičkový soubor s připonou .h a do 
Libs se přidává knihovna funkcí s příponou .c. Zkontrolování chyb a nahrání vytvořeného 
programu do mikrokontroléru proběhne kliknutím na zelenou šipku, která značí tlačítko 
Debug a na obrázku je označena v červeném kroužku.  
Po spuštění programu se objeví ladicí software (debugger), viz. Obr. 7, ve kterém 
můžou být prohlíženy registry, paměť, také je tam zobrazen kód v jazyce C a v assembleru, 
ale hlavně pomocí zelené šipky, která je na obrázku zvýrazněna zeleným kolečkem, můžeme 
spustit naprogramovanou aplikaci. V červeném kolečku jsou dvě ikonky. První slouží pro 
zastavení výkonu programu, a druhá (černá šipka v červeném kolečku) funguje jako Reset, 








5 Laboratorní úlohy 
Tato kapitola je již věnována vytvořeným laboratorním úlohám pro mikrokontroléry 
MC9S08LH64. Ukázka vytvoření projektu byla demonstrována v předchozí kapitole, tudíž 
tady jsou k nalezení pouze zadání a návody k jednotlivým cvičením. Ukázkové zdrojové kódy 
pak jsou přiloženy až na konci práce. 
5.1 Ovládání LED diod pomocí tlačítek 
5.1.1 Zadání: 
Cílem této úlohy je vytvořit program, který bude ovládat rozsvicování a zhasínání 4 LED 
diod, nacházejících se na vývojové desce TWR-S08LH64, pomocí příslušných tlačítek. To 
znamená, že při stisknutí prvního tlačítka se rozsvítí první dioda a při uvolnění tlačítka se 
dioda opět zhasne. Tuto funkci chceme vytvořit pro všechny 4 diody, obsažené na vývojové 
desce. Tyto diody jsou připojeny k portu C mikrokontroléru, příslušná tlačítka jsou připojena 
k portu A a jedno tlačítko je připojeno k pinu v portu C. 
5.1.2 Postup: 
Jelikož diody mají být nastaveny jako výstupy a tlačítka jako vstupy, tak musí být nastaveny 
příslušné I/O (vstupně/výstupní) porty, aby plnily daný účel. Které porty a jejich piny 
odpovídají jednotlivým tlačítkům a diodám lze vyčíst z manuálu k vývojové desce. Nejprve 
nastavíme vstupy, tedy tlačítka. V tabulce níže jsou uvedeny piny, s kterými jsou propojena 
jednotlivá tlačítka, označená jako SW1, SW2, SW3, SW4. 







Jak lze vyčíst z Tab. 1, tak 3 tlačítka jsou propojena s piny v portu A a jedno tlačítko 
je propojeno s pinem v portu C. Nyní, když je jasné, s kterými piny jsou tlačítka spojena, 
může být přistoupeno k nastavení příslušných bitů v registrech portu A a portu C. 
U každého I/O portu je několik registrů, které můžou být využívány pro různé účely. 
Prvním z nich je Port Data register, který umožňuje čtení a zápis hodnot I/O portů. Dalším 
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registrem je Port Data Direction register, který rozhoduje, jestli příslušný port bude vstupní 
nebo výstupní. Posledním registrem, který je potřeba využít pro tento úkol, je Port Internal 
Pull Up Enable register, kdy musí být u tlačítek aktivovány pull-up odpory, aby tlačítka 
správně fungovala. 
Nejprve tedy musí být piny PTA0, PTA6, PTA7 a PTC7 nastaveny jako vstupy, 
příslušným nastavením registru Port Data Direction register. V Tab. 2 a Tab. 3 jsou 
zobrazeny jednoduché rozkreslení tohoto registru pro Port A a Port B. 
Tab. 2: Port A Data Direction Register (PTADD) [1] 
PTADD7 PTADD6 PTADD5 PTADD4 PTADD3 PTADD2 PTADD1 PTADD0 
 
Tab. 3: Port C Data Direction Register (PTCDD) [1] 
PTCDD7 PTCDD6 PTCDD5 PTCDD4 PTCDD3 PTCDD2 PTCDD1 PTCDD0 
 
Zapsáním hodnoty 0 do bitu PTADDn se nastaví příslušný pin PTAn jako vstupní, 
naopak zapsáním hodnoty 1 se nastaví tento bit jako výstupní. V tomto případě musíme 
příslušné piny v portu A a portu C nastavit jako vstupní zapsáním 0 do daných bitů registru 
PTADD a PTCDD. Pomocí příkazu PTADD = 0 nastavíme jako vstupní všechny piny portu 
A. Nastavení pinu PTC7 jako vstupního provedeme později, zároveň s nastavením výstupních 
pinů portu C, pro správné fungování diod. 
Dále musí být aktivováno pull up/pull down zařízení pro port A. Pro port C to není 
potřeba, neboť tam je pull-up odpor již připojen. To se nastavuje pomocí registru PTAPE. 
Tab. 4: Port A Pull Enable (PTAPE) [1] 
PTAPE7 PTAPE6 PTAPE5 PTAPE4 PTAPE3 PTAPE2 PTAPE1 PTAPE0 
 
Zapsáním hodnoty 1 pull up/pull down aktivujeme, naopak pokud bude v příslušném 
bitu tohoto registru zapsána 0, tak pull-up odpor není připojen. V těchto registrech mohou být 
opět nastaveny všechny bity na hodnotu 1, např. pomocí hexadecimálního zápisu PTAPE = 
0xFF nebo pomocí binárního zápisu PTAPE = 0b1111 1111. Ale stačí nastavit pouze 
potřebné bity na hodnotu 1, tzn. postačí mít takto nastaveny pouze 1., 7. a 8. bit portu A. To 
lze udělat opět pomocí hexadecimálního zápisu PTAPE = 0xC1, popřípadě pomocí binárního 
PTAPE = 0b11000001, kde lze přímo vidět, ve kterých bitech je nastavena jaká hodnota.  
Nyní máme nastaveny všechny vstupy, tak můžeme přistoupit k nastavení výstupů, čili 












Všechny LED diody jsou propojeny s piny v portu C, tudíž musí být nastaven pouze 
jeden port pro daný účel. V této úloze postačí když budou nastaveny piny PTC2-PTC5, tj. 3.-
6. pin portu C jako výstupní, musíme si však dávat pozor, abychom 8. bit tohoto registru měli 
nastavený jako vstupní, neboť pin PTC7 je připojen k jednomu z tlačítek. To se nastavuje 
v registru Port C Data Direction (PTCDD) zapsáním hodnoty 1 do příslušného bitu. Tento 
registr již byl vykreslen výše, tak není potřeba ho vykreslovat znovu. Do tohoto registru tedy 
postačí zapsat hodnotu 0b00111100 nebo v hexadecimálním zápise to je hodnota 0x3C. Tímto 
zápisem bude splněna i podmínka nastavení pinu PTC7 jako vstupního. 
Nyní už je potřeba zapsat do registru Port C Data (PTCD) počáteční hodnoty. 
Hodnotu 0 v případě, že chceme mít danou diodu zapnutou nebo hodnotu 1 pokud má být 
dioda vypnutá. V tomto úkolu chceme, aby všechny diody byly na začátku zhasnuty, takže 
zapíšeme do registru PTCD hodnotu 1. Můžeme to udělat pro celý registr PTCD, nejen pro 
příslušné bity, které náleží diodám, jelikož jsou nastaveny jako výstupní pouze 3.-6. pin. Pro 
ostatní bity zapsání hodnoty 1 nebude mít žádný vliv. Zápis provedeme příkazem PTCD = 
0xFF. 
V tomto bodě již můžeme začít psát program pro rozsvěcování diod při stisknutí 
tlačítka. Pro zjednodušení programu si můžeme nadefinovat hned na začátku pro diody i pro 
tlačítka příslušný registr Port data, ze kterého zjistíme, zda jsou tlačítka sepnuta či nikoliv a u 
diod nastavujeme hodnoty v závislosti na tom, zda mají svítit. To může být provedeno pro 
první diodu příkazem #define LED1 PTCD_PTCD2. Nyní v programu při zápisu pro 
rozsvicování první diody nebudeme muset používat zápis PTCD_PTCD2 = 0; ale postačí 
zápis LED1 = 0. Toto lze nastavit pro všechny diody a tlačítka obsažená v programu. Musíme 
dbát na to, aby byl pro daný pin, související s tlačítkem nebo s diodou takhle definován vždy 
pouze registr Port data. Dále také mohou být definovány hodnoty ON (0) a OFF (1) pro 
signalizaci jestli diody svítí či nikoliv a taktéž pro signalizaci stlačení tlačítka, kde ON 
znamená, že je tlačítko stlačeno a OFF, že tlačítko je puštěno. Nyní již může být do 
nekonečné smyčky v programu zapsán jednoduchý algoritmus pro plnění daného úkolu. 
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5.2 Blikání diod pomocí časovačů TOD a TPM v intervalu 1s 
5.2.1 Zadání: 
Cílem této laboratorní úlohy je vytvořit program, který bude ovládat blikání 4 LED diod, 
které obsahuje vývojová deska TWR-S08LH64. Úkolem je, aby se všechny diody 
rozsvěcovaly a opět zhasínaly v intervalu 1 vteřina. Toho chceme dosáhnout pomocí dvou 
různých časovačů. Prvním z nich je časovač TOD (Time of Day) a druhým časovač TPM 
(Timer Pulse Width Modulator). Pro časovač TOD vybereme jako zdroj hodin vnitřní 
referenční hodiny (internal reference clock). V případě časovače TPM vybereme hodiny 
s frekvencí mikrokontroléru, označované také jako bus-clock. 
5.2.2 Postup: 
Jelikož oba časovače TOD i TPM mají ovládat blikání diod, tak nejdříve musíme nastavit 
příslušné piny jako výstupní. Jedná se o piny PTC2-PTC5. To se nastavuje v registru Port 
Data Direction register, tak jak bylo zmíněno již v předchozí úloze. To provedeme zapsáním 
1 do příslušných bitů PTCDD2-PTCDD5, například zápisem PTCDD=0x3C. 
5.2.2.1 Blikání diod pomocí časovače TOD 
Modul Time of Day (TOD) je složen z 8-bitového čítače, 6-bitového registru pro nastavení 
hodnoty, do které má čítač inkrementovat svou hodnotu, než nastane přerušení, několika 
škálovacích faktorů, které dělí vybraný zdroj hodin na frekvenci 4Hz a z kontrolního registru. 
Ten vyvolává a indikuje přerušení, v závislosti na výběru, jestli přerušení má být vyvoláno 
každých 0,25s nebo jednou za sekundu nebo kdykoliv když se shoduje hodnota v čítači 
s hodnotou námi přednastavenou v již zmíněném, 6-bitovém registru.   
Nyní tedy je potřeba začít s nastavením modulu TOD tak, aby se dle zadání objevilo 
přerušení každou sekundu. Nejdříve se musí vybrat zdroj hodin a škálovací faktor což se 
provádí v registru TOD Control (TODC). 
Tab. 6: TOD Control register (TODC) [1] 
TODEN TODCLKS TODR TODCLKEN TODPS2 TODPS1 TODPS0 
 Bit TODEN (TOD Enable) v registru TODC nám určuje, jestli je modul TOD 
aktivován či nikoliv. Je-li v tomto bitu zapsána 0, pak je modul vypnut. Po zapsání 1 se nám 
modul TOD aktivuje. Tento bit zapíšeme, až bude celý modul TOD nastaven, protože není 
doporučeno nastavovat parametry časovače v momentě, kdy je časovač spuštěn.  
Pomocí dvojbitu TODCLKS (TOD Clock Source) je možno vybrat zdroj hodin pro 
modul TOD. Při hodnotě 00 je vybrán signál OSCOUT jako zdroj hodin, 01 vybere 1kHz 
LPO jako zdroj a hodnotu 10 vybere vnitřní referenční hodiny jako zdroj hodin. My vybereme 
jako zdroj hodin poslední variantu, tedy vnitřní referenční hodiny, přesněji signál ICSIRCLK. 
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To můžeme udělat zápisem TODC_TODCLKS=0b10. Abychom mohli využít signál 
ICSIRCLK pro potřeby modulu TOD, musíme povolit využití interních referenčních hodin 
v podobě tohoto signálu. To provedeme v registru ICSC1 (Internal Clock Source Control 
register 1), kde zapíšeme do bitu IRCLKEN hodnotu 1. Zápis můžeme provést například 
takto: ICSC1_IRCLKEN = 1. 
Dalším bitem v tomto registru je bit TODR (TOD Reset), který je určen pouze k 
zápisu. Po zápisu 1 do tohoto bitu se vynulují všechny čítače modulu TOD. Dále v registru 
TODC může být využit bit TODCLKEN (TOD Clock Enable), který povoluje využití hodin 
vytvořených v tomto registru dále v jiných modulech. V této úloze však není potřeba 
nastavovat ani jeden z těchto dvou bitů. 
Nakonec se v tomto registru může nastavit poslední trojbit TODPS (TOD Prescaler), 
který škáluje zdroj hodin na již zmíněné 4Hz, které modul TOD využívá. V manuálu lze 
vyčíst z tabulky, jaká hodnota má být zapsána do bitů TODPS, aby byla funkce modulu 
správná. Pro zdroj hodinového signálu z ICSIRCLK, musíme nastavit bity TODPS na hodnotu 
011, zápisem TODC_TODPS=0b011. 
Dále pak musí být nastaven registr TODSC (TOD Status and Control register). V něm 
nastavujeme, jak často se má objevit přerušení. 
Tab. 7: TOD Status and Control register (TODSC) [1] 
QSECF SECF MTCHF QSECIE SECIE MTCHIE MTCHEN MTCHWC 
První tři bity nám signalizují, jestli se objevila námi vybraná událost. QSECF 
(Quarter-Second Interrupt Flag) je příznak, který nám signalizuje, jestli se objevila čtvrt-
sekundová událost či nikoliv. Příznak SECF signalizuje, jestli se objevilo sekundové 
přerušení. A nakonec MTCHF signalizuje, zda je hodnota v čítači rovna hodnotě námi 
přednastavené v registru TODM (TOD Match).  
Nejdříve však musíme nastavit, jak často chceme, aby bylo vyvoláno přerušení. Pokud 
aktivujeme bit QSECIE (Quarter-Second Interrupt Enable), pak je přerušení vyvoláno vždy, 
když je čítač inkrementován. To díky tomu, že TOD si upravuje časovou základnu právě na 
frekvenci 4Hz, tudíž inkrementuje čítač každých 0,25s. Signalizace, že čtvrt-sekundová 
událost nastala je signalizována již zmíněným příznakem QSECF. Podobně můžeme aktivovat 
buď SECIE pro vyvolání přerušení každé čtyři inkrementace čítače, nebo MTCHIE pro 
vyvolání přerušení když se shoduje hodnota registru TODM a TODCNT, který obsahuje 
aktuální hodnotu v čítači. V našem případě chceme, aby diody blikaly každou sekundu, takže 
aktivujeme bit SECIE a následně vynulujeme příznak SECF zapsáním hodnoty 1. To lze 
udělat zápisem TODSC_TODSECIE=0; a podobně také u bitu SECF. 
Při případném výběru přerušení při shodě registrů TODM a TODCNT, musí být 
aktivován ještě bit MTCHEN (Match Enable) a bitem MTCHWC kontrolujeme, zda byl 
dokončen zápis do registru TODM či nikoliv. 
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Nyní když je modul TOD nastaven, tak může být časovač spuštěn. To uděláme 
zapsáním hodnoty 1 do bitu TODEN v registru TODC. 
Jakmile je časovač nastaven a spuštěn, přichází na řadu napsání jednoduchého 
programu, pro plnění funkce popsané v zadání, tudíž blikání diod každou sekundu. Modul 
TOD je nyní nastaven tak, že vyvolá přerušení s periodou 1s. Přerušení je indikováno 
nastavením příznaku SECF (Second Interrupt Flag) na hodnotu 1. Tudíž v programu můžeme 
zapsat jednoduchý algoritmus, kdykoliv je detekováno nastavení příznaku TODSC_SECF, 
pak je invertována hodnota na výstupu portu C, například zápisem PTCD=~PTCD, které nám 
zapíše na výstup opačnou hodnotu, než byla před tímto zápisem. Jakmile jsou diody přepnuty, 
pak musíme vynulovat příznak SECF, abychom mohli detekovat další přerušení. To se 
provede zápisem hodnoty 1 do tohoto příznaku.  
5.2.2.2 Blikání diod pomocí časovače TPM 
Časovač TPM (Timer Pulse Width Modulator) je rozdělen na dva nezávislé časovače TPM1 a 
TPM2. Každý tento časovač obsahuje dva kanály. Časovač využívá 16-bitový čítač, který 
může být volně běžící, nebo také může vyvolat přerušení, pokud čítač dosáhne určité, námi 
zvolené hodnoty. Můžeme vybírat ze tří zdrojů hodin. Jako první je interní zdroj, nazývaný 
bus-clock. Tento zdroj hodin má stejnou frekvenci jako mikrokontrolér. Někdy se také 
označuje jako MCU clock. Ty mají frekvenci cca. 4,7MHz. Dalším zdrojem hodin můžou být 
hodiny s fixní frekvencí (fixed-frequency clock). Tento zdroj je alternativní ke zdroji bus-
clock, neboť se také jedná o interní zdroj hodin. Třetím zdrojem, který lze vybrat, je externí 
zdroj hodin. Ten umožňuje synchronizovat časovač TPM se zdrojem hodin mimo 
mikrokontrolér, po jejich připojení ke vstupnímu pinu TPM. Dále je součástí časovače také 
škálovací faktor, kterým může být frekvence hodin dělena dle potřeby. Jak je již zmíněno 
dříve, časovač obsahuje 4 kanály, které mohou být nastaveny na různé módy operací na 
výstupu. V našem případě tyto speciální módy není potřeba využívat, neboť si vystačíme na 
výstupních pinech s normálními I/O (vstupně/výstupními) funkcemi. 
Nyní je zapotřebí nastavit časovač TPM pro správnou funkci. Na začátku může být 
vybrán speciální mód operací na výstupu, toto my nastavovat nebudeme. Dále musí být 
vybrán zdroj hodin, škálovací faktor a nastavení zda chceme vyvolávat přerušení vždy, když 
čítač dosáhne námi zvolené hodnoty. To se provádí v registru TPMxSC (TPM Status and 
Control register), kde x je číslo časovače TPM, čili TPM1 nebo TPM2. Tento registr je 
vykreslen v Tab. 8. 
Tab. 8: TPM Status and Control register (TPMxSC) [1] 
TOF TOIE CPWMS CLKSB CLKSA PS2 PS1 PS0 
Prvním bitem v tomto registru je příznak TOF (Timer Overflow Flag), určený pouze 
ke čtení. Tento bit je nastaven vždy, když čítač obsažený v TPM vynuluje svou hodnotu na 
0x0000 po dosažení námi nastavené hodnoty v modulo registru TPM. Když je příznak 
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nastaven, tak ho můžeme vynulovat zápisem logické 0 do tohoto bitu. Jak již víme 
z předchozí části tohoto cvičení, tak příznak u modulu TOD jsme nulovali zápisem logické 1, 
tady je to však opačně.  
Prvním bitem v tomto registru, který musíme nastavit je bit TOIE (Timer Overflow 
Interrupt Enable). Zapsání hodnoty 1 do tohoto bitu umožňuje, aby při „přetečení“ čítače přes 
nastavenou hodnotu v modulo registru, bylo vyvoláno přerušení. Zápisem logické 0, je 
přerušení zakázáno. My tedy potřebujeme v tomto bitu mít zapsanou 1, abychom povolili 
přerušení. 
Bit CPWMS (Center-aligned PWM select) umožňuje výběr operačního módu, ve 
kterém budou všechny kanály pracovat. V tomto případě jak již bylo zmíněno výše, 
nebudeme tyto speciální módy využívat, tudíž nezáleží na hodnotě zapsané v tomto bitu.  
Bity CLKSB a CLKSA (Clock Selection) umožňují výběr zdroje hodin. Výběr hodin a 
hodnota těchto dvou bitů je zobrazena v Tab. 9. Dle zadání je úkolem vybrat jako zdroj hodin 
hodiny MCU. To provedeme například zápisem TPM1SC_CLKSB=0 a TPM1SC_CLKSA=1. 
Tab. 9: Výběr zdroje hodin pro časovač TPM [1] 
CLSB:CLKSA Zdroj hodin pro TPM 
00 Žádné hodiny, čítač TPM je vypnut 
01 Bus-clock (hodiny MCU) 
10 Hodiny s fixní frekvencí 
11 Externí zdroj hodin 
 
Bity PS2:PS0 (Prescale Factor Select) umožňují výběr škálovacího faktoru, kterým 
dělíme frekvenci vybraného zdroje hodin, a tím ji můžeme přizpůsobit k požadované hodnotě. 
Hodnoty škálovacího faktoru můžeme najit níže v Tab. 10. Výběr hodnoty škálovacího 
faktoru bude vysvětlen později.  
Tab. 10: Výběr hodnoty škálovacího faktoru pro TPM [1] 











Dále musí být nastaveny registry TPM1MODH a TPM1MODL (TPM Counter Modulo 
registers). Tyto registry obsahují hodnotu, na kterou když dosáhne čítač související 
s časovačem TPM, tak bude vyvoláno přerušení. Oba tyto dva registry jsou samozřejmě 8-
bitové, tudíž dohromady je to 16-bitový registr a to znamená, že maximální hodnota v registru 
může být 0xFFFF, což je v decimální soustavě 65535. Nyní tedy musíme nastavit hodnotu 
v těchto registrech a také se dostáváme k výběru škálovacího faktoru. Frekvenci hodin MCU 
známe, ta je cca. 4,7MHz. Čas také známe, diody mají blikat s periodou 1s. Podle 
jednoduchého vzorce  
 
  
         
 můžeme určit škálovací faktor a hodnotu, do které musí čítač napočítat.  
kde f je frekvence hodin MCU,  
PS je škálovací faktor, 
t je perioda blikání, 
MOD je hodnota zapsaná v registrech modulo, 
N je počet opakování dosažení hodnoty čítačem v registrech modulo. 
 Při volbě MOD 65535, tj. zápis TPM1MODH=0xFF a TPM1MODL=0xFF a volbě 
škálovacího faktoru 1, tj. zápis TPM1SC_PS=0, vyjde hodnota N cca. 72. To znamená že 
v programu musí být vytvořena smyčka pro opakované dopočítání (72krát) k hodnotě 
v registru TPM1MOD čítačem. Po dosažení této hodnoty čítačem je nastaven příznak 
TPM1SC_TOF, a my v tom případě můžeme inkrementovat vytvořenou proměnnou, 
například proměnnou pocitadlo a zároveň vynulujeme bit TPM1SC_TOF. Jakmile je znovu 
detekována logická 1 na tomto příznaku, pak opět inkrementujeme proměnnou pocitadlo. 
Když hodnota naší proměnné pocitadlo dosáhne hodnoty 72, pak rozsvítíme (zhasneme) 







5.3 Zobrazení čísla na LCD displeji 
5.3.1 Zadání: 
V této laboratorní úloze je úkolem zobrazit číslo 888 na LCD displeji.  Ten se totiž skládá 
z různých segmentů, ze kterých můžeme jejich rozsvícením zobrazit čísla, či různé znaky. 
V dalších úlohách právě budeme potřebovat zobrazit různá, maximálně trojmístná, čísla na 
tomto displeji 
5.3.2 Postup: 
V této úloze dle zadání, nejsou potřeba žádné vstupy ani výstupy v podobě tlačítek či diod, 
takže se může začít zrovna nastavováním LCD displeje GD-5360P. V manuálu 
k mikrokontroléru můžeme vyčíst doporučenou inicializační sekvenci pro LCD displej, kterou 
je potřeba dodržovat, pro správné fungování LCD displeje. Důležitým bodem je, že LCD 
displej by měl být zapnut až po nastavení všech parametrů displeje!  
Inicializační sekvence pro LCD displej: 
1. zápis do registru LCDC0 – konfigurace zdroje hodin pro LCD displej (SOURCE), 
konfigurace pracovního cyklu (DUTY) a zobrazovací frekvence (LCLK), bit LCDEN musí 
zatím být roven 0! 
2. zápis do registru LCDRVC – konfigurace regulace napájení LCD displeje (RVEN) 
3. zápis do registru LCDSUPPLY – zapnut zdroj napájení charge pump (CPSEL), konfigurace 
hodin pro zdroj napájení (LADJ), konfigurace napájení – interní nebo externí (VSUPPLY) 
4. zápis do registru LCDBCTL – možnost konfigurace blikání displeje, není potřeba pro tento 
úkol použít, nastavíme všechny bity registru na logickou 0 
5. zápis registru LCDPEN[7:0] – zapnutí funkce LCD pro příslušné piny 
6. zápis do registru LCDBPEN[7:0] – možnost konfigurace funkce pinů jako backplane 
7. zápis do registru LCDC0 – nastavení bitu LCDEN na hodnotu 1 
8. zápis registrů LCDWF – zobrazení čísel a znaků na LCD displeji (tato část již nepatří do 
inicializace, ale do programu do hlavní funkce main)        [1] 
Tab. 11: LCD Control register 0 (LCDC0) [1] 
LCDEN SOURCE LCLK2 LCLK1 LCLK0 DUTY2 DUTY1 DUTY0 
 
Bit LCDEN (LCD Driver Enable) nám spouští LCD displej, v závislosti na nastavení 
registru LCDPEN budou příslušné piny aktivní a funkční jako LCD piny. Na těchto pinech 
bude buď logická 1 nebo logická 0, podle nastavení registru LCDWF. Tento bit nastavujeme 
však až na konci inicializační sekvence. 
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Dále bit SOURCE nám umožňuje výběr zdroje hodin pro LCD displej. Zapsáním 
logické hodnoty 0 je vybrán signál OSCOUT (externí referenční hodiny) jako zdroj hodin. 
Zapsáním hodnoty 1 je alternativní zdroj hodin, signál ALTCLK. V našem případě vybereme 
jako zdroj hodin OSCOUT, budeme však muset nastavit, aby tento zdroj hodin měl frekvenci 
mezi 30 až 39,063kHz. To provedeme po nastavení registru LCDC0 v modulu ICSC (Internal 
Clock Source). 
Trojbit LCLK[5:3] (LCD Clock Prescaler) je škálovací faktor pro hodiny vstupující 
do modulu LCD a jsou označeny jako LCDCLK. Jak již bylo uvedeno dříve, hodnota 
LCDCLK se musí nacházet mezi 30kHz a 39,063kHz. Výsledná zobrazovací frekvence 
vypočítaná z pracovního cyklu DUTY, škálovacího faktoru LCLK a vstupních hodin LCDCLK 
musí být v rozmezí 28-58Hz. Výběr hodnoty LCLK je ukázán v Tab. 12. Vystínované 
hodnoty jsou mimo specifikaci displeje, tudíž nejsou povoleny. 
 Poslední možností nastavení registru LCDC0 je další trojbit DUTY[2:0] (LCD Duty 
Select), který vybírá pracovní cyklus LCD modulu. Dle specifikace k LCD displeji tento 
cyklus nastavíme na ½, což odpovídá zápisu 0b001 do tohoto trojbitu. 













Z Tab. 12 si můžeme vybrat jakoukoliv hodnotu LCLK, pro kterou je přípustná 
zobrazovací frekvence. To může být například hodnota 0b100 pro výslednou hodnotu 




Nyní tedy musíme ještě inicializovat zdroj hodin pro LCD displej, abychom dosáhli 
požadované hodnoty v rozmezí 30-39,063kHz. To se provádí v modulu ICSC, pro potřeby 
tohoto úkolu budeme muset nastavit registr ICSC2. 
Tab. 13: ICS Control register 2 (ICSC2) [1] 
BDIV RANGE HGO LP EREFS ERCLKEN EREFSTEN 
Nastavením bitu EREFS (External Reference Select) v registru ICSC2 vybíráme zdroj 
hodin pro externí referenční hodiny. Zapsáním logické hodnoty 1 do tohoto bitu vybereme 
oscilátor jako referenční hodiny, zápisem hodnoty 0 vybereme externí zdroj hodin jako 
referenční hodiny. V našem případě vybereme oscilátor jako zdroj hodin. V data sheetu 
k mikrokontroléru MC9S08 [3] můžeme vyčíst, že oscilátor může být nastaven pro různé 
frekvence pomocí bitu RANGE, nacházejícího se taktéž v tomto registru. Po nastavení 
RANGE na hodnotu 0 je vybrán rozsah nízkých frekvencí a v tom případě je oscilátor 
nastaven na frekvenci v rozmezí 32-38,4kHz. Tento interval je v požadovaném rozpětí pro 
vstupní hodiny pro LCD displej. Nyní ještě musíme aktivovat výstup z tohoto modulu, aby 
takto nastavené hodiny mohly být využity i v dalších modulech. To se provede nastavením 
bitu ERCLKEN na hodnotu 1, kdy budeme moci využít tento zdroj hodin i v modulu LCD. 
Celkový zápis do tohoto registru můžeme provést zápisem ICSC2=0x06. 
Nyní můžeme zapisovat do registrů LCD, neboť zdroj hodin máme již nastavený. 
Dalším na řadě je registr LCDRVC (LCD Regulated Voltage Control register). V tomto 
registru nastavíme pouze bit RVEN na hodnotu 1, čímž povolíme regulovanému napájení 
použití jako zdroj signálu do LCD. Musí však být aktivován zdroj napájení pro LCD 
v registru LCDSUPPLY.  
Tab. 14: LCD Voltage Supply register (LCDSUPPLY) [1] 
CPSEL HREFSEL LADJ1 LADJ0 U/R BBYPASS VSUPPLY1 VSUPPLY0 
 V bitu CPSEL (Charge Pump Select) vybereme zapsáním logické 1, že zdroj napájení 
bude napájet LCD displej. Bit HREFSEL rozhoduje, zda se bude dělit vstup napětí nebo 
nikoliv. Tento bit můžeme ponechat na logickou hodnotu 0. Bity LADJ1 a LADJ0 v našem 
případě nemají vliv na funkci LCD displeje. Bit pojmenovaný jako U/R znamená, že bit je 
buď neimplementován, nebo rezervován. Musí být tedy ještě nastaven dvojbit 
VSUPPLY[1:0], který konfiguruje, zda je napájení modulu LCD externí nebo interní. 
Výběrem hodnoty 0b11 bude modul napájen pomocí napětí VIREG. Zápis tedy bude 
LCDSUPPLY=0x83. 
Dále se může nastavit registr LCDBCTL. V tomto registru lze nastavit blikání displeje 
a s jakou frekvencí bude blikat apod. V tomto úkolu nic takového potřeba není, tudíž 
zapíšeme do tohoto registru pouze 0. 
Nyní když je LCD modul nastaven, je potřeba nastavit jednotlivé piny pro funkci jako 
LCD piny, pomocí registrů LCDPEN[7:0]. Registr LCDPEN0 a LCDPEN1 jsou rozkresleny 
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v Tab. 15 a v Tab. 16. Další registry LCDPEN vypadají analogicky jako tyto dva, jen vždy 
ovládají LCD piny s vyšším pořadovým číslem.  
Tab. 15: LCD Pin Enable register 0 (LCDPEN0) [1] 
PEN7 PEN6 PEN5 PEN4 PEN3 PEN2 PEN1 PEN0 
 
Tab. 16: LCD Pin Enable register 1 (LCDPEN1) [1] 
PEN15 PEN14 PEN13 PEN12 PEN11 PEN10 PEN9 PEN8 
Abychom věděli, které piny mají být nastaveny jako LCD piny a které ne, musíme se 
podívat do schematického nákresu pro vývojovou desku TWR9S08LH. Odtud vyčteme, že ne 
všechny LCD piny nacházející se na mikrokontroléru (41 LCD pinů), je připojeno k LCD 
displeji (pouze 30 pinů). Na obr. 1 je vidět právě připojení pinů z mikrokontroléru (označeny 
jako piny LCD0 – LCD41) k pinům na LCD displeji (označeny LCD_1 – LCD_30). Jak lze 
vyčíst z tohoto nákresu, tak se musí jako LCD piny nastavit piny LCD0-LCD7, LCD13-
LCD30 a LCD38-LCD41, protože právě tyto piny jsou připojeny k LCD displeji. V registru 
LCDPEN0 jsou obsaženy piny LCD0 – LCD7, tudíž všechny nastavíme pro funkci jako LCD 
piny, a to zapsáním logické 1 do všech bitů registru, zápisem LCDPEN0=0xFF. V dalším 
registru LCDPEN1 jsou pouze 3 piny propojeny s LCD displejem, tudíž musím na hodnotu 1 
nastavit pouze bity PEN13-PEN15. To se provede zápisem LCDPEN0=0xE0. A tak se bude 
pokračovat, dokud nebudou nastaveny všechny piny až po pin LCD41, který se nachází 
v registru LCDPEN5.  
Dalším registrem, který je potřeba nastavit je registr LCDBPEN. Strukturu má stejnou jako 
registry LCDPEN, takže není potřeba jej rozkreslovat. Pouze plní jinou funkci, rozhoduje o 
tom, zda pin se bude chovat jako backplane pin nebo frontplane pin. Když nastavíme piny 
jako frontplane, pak při zápisu znaků na displej pomocí registrů LCDWF[0:41] bude platit 
Tab. 17 tak,  že segmenty LCD displeje zobrazené pod COM1 budou vždy poslední znak 
příslušného registru LCDWF. V případě, že bude zvolen mód pinu backplane, pak budou 
segmenty pod COM2 vždy poslední znak příslušného registru LCDWF a nikdy nebude 
možnost vybrat oba dva znaky, aby svítily zároveň. Tudíž nastavíme všechny registry 
LCDBPEN na 0. Jen registr LCDBPEN5 nastavíme na hodnotu 0x03, čímž aktivujeme funkci 
backplane pro 40. a 41. pin. Z Obr. 8 vyčteme, že se jedná o piny LCD_29 a LCD_30 a 
následně z Tab. 17 vidíme, že těmito piny můžeme aktivovat možnost nastavení všech 
segmentů v COM1 i COM2. Nyní tedy zapsáním do registru LCDWF můžeme aktivovat oba 
COMy. Zapsáním hodnoty 0x01 do registru LCDWF40 aktivujeme COM1 a zápisem hodnoty 





Obr. 8: Připojení LCD pinů mikrokontroléru k pinům LCD displeje [4] 
 
Tab. 17: Propojení LCD pinů a segmentů na LCD displeji [5] 
PIN 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 
COM1 MO P0 P3 P4 TU 1B 1G 1D WE TH 2B 2C 2D FR HEAT 
COM2 T1 P1 P2 / 1A 1F 1C 1E COL 2A 2F 2G 2E 3A SA 
PIN 16 17 18 19 20 21 22 23 24 25 26 27 28 29 30 
COM1 SNOW 3B 3C 3D AM FLTR 4D 4E 4F 4A 5E 5F 5A COM1 / 
COM2 SU 3F 3G 3E PM HOLD 5D 4C 4G 4B 5C 5G 5B / COM2 
Nyní již můžeme zapnout LCD displej nastavením bitu LCDEN v registru LCDC0 a 
poté již v programu pomocí registrů LCDWF můžeme ovládat zobrazování znaků na LCD 
displeji. Každý registr LCDWF má stejnou strukturu jako lze vidět v Tab. 18 a každému pinu 
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je přiřazen jeden registr. V něm zapisujeme pouze na poslední dvě pozice BPBLCD0 a 
BPALCD0 v závislosti na segmentu, který chceme na displeji rozsvítit. 
Tab. 18: LCD Waveform register 0 (LCDWF0) [1] 
BPHLCD0 BPGLCD0 BPFLCD0 BPELCD0 BPDLCD0 BPCLCD0 BPBLCD0 BPALCD0 
Na Obr. 9 lze vidět, jak jsou znaky, vypsané v Tab. 17 rozmístěny na displeji. 
Například kdybychom chtěli na displeji zobrazit znak vločky, tak si stačí najít v tabulce 16 
příslušný znak (SNOW). Zjistíme, že se nachází na 16. pinu, COM1. Z obrázku 1 lze vyčíst, že 
16. pin je roven pinu LCD20 v mikrokontroléru, a tudíž tento pin musíme nastavit na 
požadovanou hodnotu. Jelikož znak vločky je na COM1, pak musíme do příslušného registru 
LCDWF20 zapsat hodnotu 0x01. Při zápisu hodnoty 0x02 by se zobrazil na displeji znak 
nacházející se na COM2 a to by byl, jak lze vidět v tabulce znak SU (Sunday). Ještě je jedna 
možnost zápisu a to je LCDWF20=0x03. V tomto případě by se zobrazily na displeji oba 
znaky, jak vločka, tak SU.  
 
Obr. 9: Rozmístění a označení znaků na LCD displeji [5] 
 Pro zobrazení čísel na displeji slouží znaky 1,2 a 3 jak je vidět na Obr. 9. Případně se 
můžou využít znaky 4 a 5 nebo znak T1, pro zobrazení čísla 1. Pro potřebu zobrazování čísel 
je ještě potřeba vědět, které segmenty znaků 1,2 a 3, jsou označeny písmeny A až G. To lze 
vidět na Obr. 10. Pak už je zcela jasné, které segmenty musí být zobrazeny na LCD displeji 
pro zobrazení daného čísla. 
Když budeme chtít zobrazit na pozici znaku 1 na displeji například číslo 2, pak se to udělá 
následovně. Z Obr. 10, lze vyvodit, že pro zobrazení čísla 2, je potřeba zobrazit segmenty A, 
B, G, E a D, námi vybraného znaku. My chceme zobrazit toto číslo, dle Obr. 9, na pozici 1. 
Tudíž musí být zobrazeny příslušné segmenty tohoto znaku označeného číslem 1. Z Tab. 17, 
lze vyčíst, na jakých LCD pinech a v kterém COMu se nachází segmenty 1A, 1B, 1G, 1E a 






Podle zadání je úkolem na displeji zobrazit číslo 888 na pozicích 
znaků 1-3. První číslo 8 tedy zapíšeme na pozici 1, dle obrázku 2. 
Pro zobrazení čísla 8 je potřeba rozsvítit všechny segmenty A-G, 
jak můžeme vidět na obrázku 3. Jelikož se jedná o pozici 1, 
musíme rozsvítit segmenty 1A-1G, podle Tab. 17. Segment 1A se 
nachází na 5. pinu LCD displeje. COM2. Tudíž musíme nastavit 
pouze 2. bit příslušného registru LCDWF zapsáním 0x02. 
Z obrázku 1 je vidět, že 5. pin displeje LCD je propojen s pinem 
LCD4 mikrokontroléru. To znamená, že příslušný pin se ovládá 
registrem LCDWF4, do nějž právě zapíšeme hodnotu 0x02 pro 
rozsvícení segmentu 1A. Z Tab. 17 lze dále vidět, že na 6. pinu 
LCD displeje jsou umístěny segmenty 1B v COM1 a 1F v COM2. 
Tudíž v tomto pinu nastavíme oba dva bity zapsáním hodnoty 0x03. Z obrázku 1 opět 
vyčteme, se kterým LCD pinem mikrokontroléru je tento pin propojen. Zjistíme, že se jedná o 
5. LCD pin, tudíž bude ovladán registrem LCDWF5. Zápisem hodnoty 0x03 do tohoto 
registru rozsvítíme oba segmenty 1B a 1F. Tak pokračujeme dále i se zbylými segmenty 
prvního znaku 1C,1G a 1D, 1E, které se nachází na 7. a 8. pinu a jsou propojeny se 6. a 7. 
LCD pinem mikrokontroléru. Zapsáním hodnoty 0x03 do příslušných registrů LCDWF6 a 
LCDWF7 rozsvítíme všechny tyto segmenty a na místě prvního znaku již bude po spuštění 
programu svítit číslo 8. Toto nastavení provedeme i pro 2. a 3. pozici, abychom dostali číslo 
888. Opět je potřeba si vždy z tabulky 16 zjistit na kterém pinu se nachází segmenty 2A-2G a 
3A-3G, poté z obrázku 1 vyčíst se kterým LCD pinem mikrokontroléru jsou tyto piny spojeny 
a následně příslušným registrem LCDWF nastavit správnou hodnotu. Pro případné zhasnutí 
všech segmentů LCD displeje stačí zapsat do příslušných registrů LCDWF hodnotu 0. 
  
Obr. 10: Rozdělení znaků 
LCD displeje na segmenty [5] 
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5.4 Výběr rychlosti blikání diod a zobrazení počtu bliknutí na LCD displeji 
5.4.1 Zadání: 
Cílem této úlohy je vytvořit program, který bude ovládat blikání LED diod a rychlost jejich 
blikání pomocí tlačítek. Při stisknutí prvního tlačítka bude vybrán časovač TOD a perioda 
blikání diod bude 0,25s. Při stisku druhého tlačítka bude vybrán opět časovač TOD, ale 
perioda blikání diod bude nyní 1s. Při stisknutí čtvrtého tlačítka se blikání diod zastaví. 
Průběžný počet bliknutí bude zobrazován na LCD displeji. Pro zobrazení různých čísel bude 
vhodné vytvořit novou knihovnu a do ní vložit funkce pro zobrazování na LCD displeji. Počet 
bliknutí bude zobrazen na displeji na pozici znaku 3, v případě jednomístného čísla, na 
pozicích 2 a 3, v případě dvoumístného čísla a na pozicích 1, 2 a 3 v případě trojmístného 
čísla. Tyto umístění jsou k vidění na Obr. 9, laboratorní úloha 3. 
5.4.2 Postup: 
V této laboratorní úloze jde o vytvoření funkcí pro zobrazování čísel, které budou potřeba 
v páté úloze, pro zobrazení aktuální polohy simulovaného analogového vstupu 
z potenciometru. Nicméně i tak musí být správně nastaven LCD displej, tlačítka, diody a 
časovač TOD. Takže pouze ve zkratce jak nastavit tyto moduly a I/O porty. 
LCD displej bude nastaven stejně jako v předchozí úloze. Je vhodné si pro funkci 
displeje vytvořit zvláštní knihovnu, tu pojmenovat například LCDfunc.c a taktéž hlavičkový 
soubor LCDfunc.h, kde musí být vypsány hlavičky všech funkcí, které vytvoříme v knihovně 
LCDfunc.c. V této knihovně by měla být funkce, inicializující LCD displej pro správné 
fungování. Ta může být pojmenována například LCDInit. Tato funkce nebude vracet žádnou 
hodnotu, ani nemá žádné vstupní parametry, tudíž její hlavička bude vypadat takto:           void 
LCDInit(); Do této funkce může být nakopírováno nastavení LCD displeje z předchozí úlohy. 
Postupně tedy budou vloženy definice všech registrů LCD modulu, tak jako ve třetí úloze. A 
to jsou tyto registry: LCDC0 pro výběr zdroje hodin, ICSC2 pro nastavení zdroje hodin, 
LCDRVC a LCDSUPPLY pro nastavení napájení LCD displeje, a dále registry LCDPEN[5:0] 
pro povolení funkce LCD příslušným pinům, LCDBPEN[5:0] pro nastavení funkce 
backplane/frontplane pro příslušné piny. A nakonec zapnutí LCD displeje pomocí bitu 
LCDEN v registru LCDC0. Ten musí být aktivován opět až po nastavení LCD displeje!  
Poté, když již máme vytvořenou funkci pro inicializaci displeje, nazvanou LCDInit 
v knihovně LCDfunc.c ještě musíme zapsat výše zmíněnou hlavičku funkce: void LCDInit(); 
do hlavičkového souboru LCDfunc.h. V hlavním programu, main, pak musíme ještě zahrnout 
tuto knihovnu zapsáním kódu #include “LCDfunc.h“ a zahrnout hlavičkový soubor a 
knihovnu do složek includes a libs tak, jak je ukázáno ve vytváření projektu v programu 
CodeWarrior. Nyní již můžeme v hlavní funci main programu volat funkci LCDInit();  
Pro větší přehlednost by bylo vhodné vytvořit ještě funkci Init, odkud bude možno 
volat různé funkce, a v které můžeme dále inicializovat i I/O porty mikrokontroléru a 
časovače. Začneme inicializací tlačítek. V této úloze dle zadání, je zapotřebí první a druhé 
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tlačítko pro výběr časovače a čtvrté pro zastavení blikání diod. Jak již víme z tabulky 1, která 
se nachází v první laboratorní úloze, tak první a druhé tlačítko se nachází v portu A, piny 
PTA6 a PTA7 a čtvrté tlačítko je připojeno k pinu PTC7 v portu C. Musíme nastavit jako 
vstupní, to provedeme zapsáním 0 do registru Port Data Direction na příslušnou pozici. Zápis 
pro port A je PTADD=0, kde celý port bude nastaven jako vstupní a ještě musí být 
aktivovány pull-up rezistory, pomocí registru PTAPE, zapsáním 1 do příslušného bitu. Proto 
zápis PTAPE=0xC0. Další tlačítko je připojeno k portu C, ale jelikož jsou k němu připojeny i 
diody k 3. až 6. pinu, tak tyto piny musí být nastaveny jako výstupní (1) a zbytek jako vstupní 
(0), abychom mohli používat i čtvrté tlačítko. Zápis je opět jednoduchý PTCDD=0x3C. Pull-
up rezistor ke čtvrtému tlačítku je již připojen, takže nemusí být aktivován v registru PTCPE. 
Pro zjednodušení a zpřehlednění následného programu je vhodné definovat piny spojené 
s tlačítky a také logické hodnoty kdy je tlačítko stlačeno a kdy ne. To provedeme příkazy na 
začátku programu #define SW1 PTAD_PTAD6, #define SW2 PTAD_PTAD7, #define SW4 
PTCD_PTCD7, #define ON 0 (výstup tlačítka při stisku je logická 0) a #define OFF 1. Dále 
již bude možno v programu využívat pro zjištění, jestli je tlačítko sepnuto, například 
podmínka if(SW1==ON). 
Nyní ještě by ve funkci Init měla být ještě inicializace časovače TOD, kdy pro 
vytvoření 4Hz časové základny, kterou modul TOD využívá, bude využit stejný zdroj hodin. 
Pouze se bude lišit nastavení přerušení, a to jestli má být vyvoláno každých 0,25s nebo 
každou sekundu, v závislosti na stisknutém tlačítku. Nastavení časovače bude stejné jako 
v první části druhé laboratorní úlohy. A to konkrétně povolení signálu ICSIRCLK pomocí bitu 
ICSC1_IRCLKEN = 1, dále je zapotřebí tento signál vybrat jako zdroj hodin pro modul TOD. 
To se provede zápisem TODC_TODCLKS=0b10 a následně je potřeba vybrat škálovací 
faktor pro vytvoření 4Hz časové základny, a to pomocí bitů TODC_TODPS=0b011. Dále by 
měly být vytvořeny další dvě funkce. Jedna pro situaci, kdy bude vybráno blikání v intervalu 
0,25s a druhá pro blikání v intervalu 1s. Tyto funkce budou volány až při chodu programu při 
stisku prvního či druhého tlačítka a můžou být pojmenovány například TOD1Init a TOD2Init. 
V první funkci bude časovač TOD nastaven na čtvrt-sekundové přerušení a ve druhé bude 
nastaven na vteřinové přerušení. Na začátku obou funkcí je vhodné vypnout časovač TOD 
pomocí zapsání logické 0 do bitu TODC_TODEN. Nyní je již potřeba pouze aktivovat 
přerušení (každých 0,25s nebo 1s) a vynulovat příznak příslušného přerušení. To se provede 
na základě postupu v laboratorní úloze 2. Následně je nutné opět zapnout časovač TOD 
pomocí bitu TODC_TODEN.  
Jelikož v programu bude potřeba využít funkci pro zobrazení čísla, tak je nutné ji 
vytvořit. Funkce bude umístěna opět v knihovně LCDfunc.c. Může být pojmenována 
například LCDWriteNumber, s parametrem požadovaného čísla, které se má zapsat. Zobrazení 
čísla se bude odvíjet od toho, kolika místné číslo je tak, jak je napsáno v zadání. Nejdříve je 
tedy nutné rozdělit, podle toho, zda bude jednomístné (menší než 10), dvoumístné (menší než 
100) a trojmístné (menší než 1000). V případě, že bude jednomístné, pak se toto číslo zapíše 
na třetí pozici. V případě, že bude dvoumístné, pak je potřeba rozdělit tyto dvě číslice každou 
zvlášť. Například pro číslo 53 bude platit následující. Po vydělení celého čísla 53, celým 
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číslem 10, dostaneme celé číslo 5.  To zapíšeme na pozici 2 na displeji. Po vydělení čísla 53 
modulo 10 (%10), dostaneme zbytek po celočíselném dělení číslem 10, a tento zbytek je 
roven 3. Po zápisu čísla 3 na pozici 3 na displeji bude zobrazeno číslo 53. Pro zobrazení 
těchto čísel, s požadavkem na pozici zobrazení čísla bude vytvořena další funkce 
WriteNumber, s parametry číslo k zobrazení (tentokrát již bude pouze jednomístné) a vybraná 
pozice na displeji. Čili nyní může být zapsáno WriteNumber(číslo, pozice) pro zobrazení 
jednomístného čísla, funkce WriteNumber bude vytvořena později. Nyní je potřeba, v případě 
trojmístného čísla, rozdělit číslo na tři samostatné číslice, podobně jako tomu bylo v případě 
dvoumístného čísla. Po vydělení číslem 100, dostaneme počet stovek, a toto číslo může být 
zobrazeno na displeji na pozici 1. Po vydělení modulo číslem 100, bude výsledkem číslo 
dvouciferné, které už je pouze potřeba rozdělit na dvě číslice, tak jako v případě 
dvoumístného čísla a zavolat pro obě další číslice funkci WriteNumber. 
Nyní je tedy ještě nutné vytvořit funkci pro zapsání čísla na určené místo na displeji. 
Funkci musíme také zapsat do hlavičkového souboru LCDfunc.h. Hlavička funkce by mohla 
vypadat takto: void WriteNumber(number, position); jelikož nevrací žádnou hodnotu a jako 
vstupní parametry potřebuje vědět, jaké číslo a na jakou pozici zapsat. Jedno z možných 
řešení, jak postupovat je popsáno, avšak není to jediný možný postup. Nejdříve je vhodné 
vytvořit si proměnné, pro výběr segmenty znaku, dle obrázku 3. Tyto proměnné můžou být 
označeny například segA, segB….segG, jako značka segmentu A-G. Tyto proměnné budou 
nabývat pouze hodnot 0 (pokud daný segment nebude zobrazen) a 1 (pokud segment bude 
zobrazen na displeji). Dále pomocí větvení switch(number), je možno nastavit příslušné 
segmenty na hodnotu 1, pro zobrazení daného čísla. Který segmenty musí být nastaveny pro 
dané číslo lze vyčíst právě z Obr. 9Obr. 10. Po ukončení tohoto větvení přijde na řadu další 
větvení, nicméně tentokrát bude rozlišovat pozici, na kterou má být číslo zapsáno. Tudíž zápis 
switch(position). Když bude pozice position rovna 1, pak se bude jednat o segmenty 1A-1G, 
když bude rovna 2, pak půjde o segmenty 2A-2G a v případě pozice 3, půjde o segmenty 3A-
3G. V Tab. 17, z laboratorní úlohy 3, lze vyčíst, se kterými piny jsou příslušné segmenty 
propojeny. Z Obr. 8, pak lze určit, se kterými LCD piny mikrokontroléru jsou příslušné piny 
LCD displeje spojeny a následně můžou být nastaveny příslušné registry LCDWF. Tyto 
registry budou nastavovány, na základě hodnot obsažených v proměnných segA-segG. 
Například když půjde o pozici číslo 1, a segA==1, pak v příslušném registru LCDWF4 
nastavíme příslušný bit tak, aby se zobrazil správný segment. To bude vytvořeno pro všechny 
pozice i segmenty.  
Po vytvoření funkce WriteNumber je vhodné vytvořit ještě funkci ClearLCD pro 
“vyčištění“ displeje, neboť při změně hodnoty zobrazované na displeji, musí být nejdřív 
předchozí hodnota smazána a až poté může být zobrazena nová. V této funkci jsou všechny 
potřebné registry LCDWF nastaveny na hodnotu 0.  
Nakonec přichází na řadu napsání samotného algoritmu pro výkon dané funkce, a to 
ovládání blikání diod, pomocí tlačítek a zobrazení počtu bliknutí. K tomu je zapotřebí mít 
vytvořenou proměnnou např. PocetBliknuti a dále ještě proměnnou stav, neboť tlačítko drží 
stejnou hodnotu, pouze po dobu, kdy je stisknuté. Po uvolnění se opět vypne. Tudíž do 
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nekonečné smyčky ve funkci main zapíšeme, že po stisku tlačítka SW1 bude stav roven 1 a 
bude zavolána funkce pro inicializaci časovače TOD1Init (blikání s intervalem 0,25s) a po 
stisku SW2 bude stav roven 2 a volána funkce TOD2Init (blikání s intervalem 1s), po stisku 
tlačítka SW4 bude roven 0 a blikání zastaveno zapsáním logické 0 do bitu TODC_TOEN 
(blikání zastaveno). Dále bude v programu vytvořeno větvení, které bude rozhodovat o tom, 
jaký úkon se provede v daném stavu. Pokud bude stav roven 1, pak se bude čekat na vyvolání 
čtvrt-vteřinového přerušení. Jakmile je toto přerušení vyvoláno, je nastaven příslušný bit 
TODSC_QSECF, viz. Tab. 7 (TOD Status and Control register) v laboratorní úloze 2. 
Jakmile je toto detekováno, pak jsou přepnuty diody, příznak QSECF je vynulován zapsáním 
logické 1, proměnná PocetBliknuti je inkrementována, je vymazán LCD displej a vzápětí je na 
něm zobrazena hodnota počtu bliknutí zápisem LCDWriteNumber(PocetBliknuti). Toto je 
provedeno i pro stav 2, nicméně nedetekuje se čtvrt-vteřinové přerušení, ale vteřinové 








5.5 Simulace analogového vstupu pomocí potenciometru 
5.5.1 Zadání: 
V této úloze bude vytvořen program pro zobrazení aktuální hodnoty na LCD displeji, která je 
ovládána otáčením potenciometru na vývojové desce. V programu bude potřeba i využití A/D 
převodníku, k převodu simulované analogové hodnoty z potenciometru na hodnotu digitální 
pro jednoduché zobrazení na displeji jako čísla. Rozmezí hodnot z potenciometru volte dle 
možností konverze z potenciometru a možností zobrazení na LCD displeji jako trojmístného 
čísla. Pro zobrazení hodnoty na LCD displeji bude využita knihovna LCDfunc vytvořená 
v předchozí laboratorní úloze. 
5.5.2 Postup: 
Pro tuto laboratorní úlohu bude zapotřebí využít LCD displej pro zobrazení čísla 
z potenciometru a také A/D převodník k převodu čísla z analogové hodnoty na digitální 
hodnotu. Dále bude muset být ošetřeno zobrazování čísel na LCD displeji, aby se 
nepřepisovaly hodnoty na displeji novou hodnotou, a přitom zůstala zapsána hodnota stará. 
K tomu můžeme využít například časovač. Pro potřeby této úlohy postačí, když bude nová 
hodnota zobrazena na LCD displeji čtyřikrát za sekundu. Častost obnovování displeje není 
nijak omezena, ale jako výsledek má být kontinuální převod hodnoty, tudíž by nebylo vhodné 
volit obnovení displeje například jednou za 2 sekundy, neboť by se vždy čekalo na zobrazení 
aktuální hodnoty potenciometru poměrně dlouho.  
Ze začátku si můžeme vytvořit funkci Init(), která bude volána z funkce main, nebo 
inicializace může být zapsána v hlavní funkci programu. Nejdříve je volána funkce LCDInit(), 
čímž bude nastaven displej. Tato funkce je však obsažena v knihovně LCDfunc, tudíž ji 
musíme zahrnout do programu příkazem #include “LCDfunc.h“. Dále musí být, tak jako 
v minulém laboratorním cvičení, přidány soubory LCDfunc.h mezi includes a LCDfunc.c 
mezi libs.  
Dále přistoupíme k nastavení A/D převodníku. K tomuto účelu může opět být 
vytvořena zvláštní knihovna pojmenovaná například ADCfunc. Postupovalo by se stejně jako 
u knihovny LCDfunc. Do této knihovny by měla být vložena funkce pro inicializaci A/D 
převodníku, tato funkce bude volána z funkce Init(), nebo z hlavního programu main. Funkce 
nebude mít žádné vstupní parametry, ani nebude vracet žádnou hodnotu. K nastavení A/D 
převodníku může být využito několika registrů. Tady jsou uvedeny nejdůležitější z nich, když 
by se všechny nemusely znovu nastavovat, vzhledem k jejich výchozímu nastavení.  
Tab. 19: Configuration Register 1 (ADCCFG1) [1] 
ADLPC ADIV ADLSMP MODE ADICLK 
Prvním registrem je Configuration Register 1 (ADCCFG1). Bitem ADLPC (Low-
Power Configuration) může být nastavena úsporná spotřeba energie, pokud není požadována 
42 
 
vysoká vzorkovací rychlost. Tento bit může tedy být nastaven na hodnotu 1, ačkoliv i kdyby 
byl nastaven na hodnotu 0, tak na funkci by neměl žádný velký vliv. Pouze se jedná o úsporu 
energie.  
Dále bity ADIV (Clock Divide Select) umožňují výběr škálovacího faktoru vstupních 
hodin. Může být vybrána hodnota 1, 2, 4 nebo 8. V této úloze může být vybrána první 
možnost zápisem hodnoty 0b00. Bity ADICLK (Input Clock Select) slouží k výběru zdroje 
hodin pro A/D převodník. Možnosti zdrojů jsou k vidění v Tab. 20. Vhodným zdrojem hodin 
budou vnitřní hodiny MCU, čili výběr 0b00 Bus-clock. 
Tab. 20: Výběr zdroje hodin pro A/D převodník [1] 
CLSB:CLKSA Zdroj hodin pro TPM 
00 Bus-clock 
01 Bus-clock vydělen 2 
10 Alternativní hodiny (ALTCLK) 
11 Asynchronní hodiny (ADACK) 
 Bity MODE (Conversion Mode Select) slouží k vybrání rozlišení konverze. K výběru 
je 8-bitová, 12-bitová, 10-bitová a 16-bitová konverze. Vhodné je zvolit 8-bitovou konverzi 
zápisem 0b00, neboť požadavek je, aby výsledná hodnota byla trojmístná, a v případě 10-
bitové konverze by výsledná konvertovaná hodnota mohla přesáhnout hodnotu 1000.  
Tab. 21: Configuration Register 2 (ADCCFG2) [1] 
0 0 0 0 ADACKEN ADHSC ADLSTS 
 První čtyři registru jsou vždy rovny 0 a nejdou přenastavit. Prvním bitem, který může 
být nastaven je ADACKEN (Asynchronous Clock Output Enable), který povolí asynchronní 
zdroj hodin, bez ohledu na vybraný zdroj podle bitu ADICLK, tudíž tento bit bude nastaven na 
hodnotu 0. Bity ADHSC a ADLSTS volí rychlost konverze a délku vzorkovací doby. Rychlost 
konverze může být normální a délka vzorkovací doby může být zvolená jako dlouhá, což opět 
umožní šetřit spotřebu energie, při kontinuálním A/D převodu.  
V registru Status and Control 2 (ACDSC2) je nutné nastavení bitu ADTRG. Pomocí 
něj lze nastavit, jestli bude konverze spuštěna softwarově nebo hardwarově. V tomto případě 
bude zvoleno spouštění softwarové, tudíž konverze započne po zapsání do registru 
ADCSC1A. V registru Status and Control 3 (ACDSC3) je potřeba nastavit bit ADCO na 
logickou hodnotu 1, kterou se povolí kontinuální konverzi z analogové hodnoty do hodnoty 





Tab. 22: Status and Control register 1A (ADCSC1A) [1] 
COCOA AIENA DIFFA ADCHA 
Bit COCOA (Conversion Complete Flag) slouží pouze ke čtení. Tento bit je nastaven 
vždy, když konverze úspěšně proběhne. Následně je vynulován vždy, když je zapsáno do 
registru ADCSC1A nebo když je čten registr ADCRLA, který je popsán níže. Pokud je v bitu 
AIENa (Interrupt Enable) zapsána hodnota 1, pak je povoleno přerušení po dokončení 
konverze, při zápisu 0 je přerušení zakázáno.   
Bit DIFFA je potřeba mít nastaven na hodnotu 0, aby mohl být vybrán pin, spojený 
s potenciometrem jako vstup A/D převodníku. Z manuálu k vývojové desce lze vyčíst, že 
potenciometr je připojen k pinu AD4. Ten zvolíme jako vstup pomocí bitů ADCHA. 
Z manuálu k mikrokontroléru je jasné, že pro zvolení vstupu z pinu AD4, je potřeba zapsat 
hodnotu 0b00100 do těchto pěti bitů ADCHA. Tedy celkový zápis do tohoto celého registru 
může být zapsána hodnota 0x64. Tímto skončila inicializace A/D převodníku a nyní je 
potřeba vytvořit funkci, pro získání čísla z převodníku.  
Tato funkce může být pojmenována int getNumber(). Tentokrát již bude vracet celé 
číslo. V těle funkce by měla být vytvořena proměnná, do které uložíme číslo z převodníku, a 
které bude tato funkce vracet. Hodnota převedená z analogové do digitální hodnoty je uložena 
v Data Result registrech ADCRLA a ADCRHA. Dohromady dají tyto registry 16 bitů, kde 
ADCRLA obsahuje “spodních“ 8 bitů a ADCRHA “horních“ 8 bitů. Jak již je zmíněno výše, 
v tomto případě se jedná o 8-bitovou konverzi, tudíž výsledek bude uložen pouze ve spodním 
registru ADCRLA. Binární hodnotu z ADCRLA lehce převedeme na hodnotu decimální, kdy 
jednotlivé bity násobíme hodnotou 2 umocněnou na index registru. To znamená, že když bude 









=11. K jednotlivým bitům registru ADCRLA se přistupuje 
ADCRLA_D0 až ADCRLA_D7. kde D0 je spodní bit a D7 je horní bit.  
Nyní je již nastaven A/D převodník a vytvořena funkce pro převzetí čísla 
z převodníku, tudíž je potřeba ještě nastavit modul TOD pro časování přepisování LCD 
displeje. Tento modul bude nastaven tak jako v předchozím cvičení pro detekci čtvrt-
sekundového přerušení.  
V hlavní funkci programu se tedy bude čekat, než bude detekováno přerušení 
z modulu TOD. Jakmile k tomu dojde, tak se zjišťuje, zda je A/D konverze hotova. V případě, 
že hotova nebude, tak se počká dokud nebude hotova pomocí zápisu: 
while(ADCSC1A_COCOA!=1){}. Jakmile bude konverze dokončena, pak dojde k vymazání 
všech znaků na LCD displeji, a k zobrazení nové hodnoty z potenciometru na LCD displeji, 
kterou dostaneme pomocí vytvořené funkce getNumber. Poté je ještě nutné vynulovat příznak 




Úkolem této bakalářské práce bylo navrhnout alespoň 5 laboratorních úloh, demonstrujících 
použití periferií mikrokontrolérů MC9S08LH64, navrhnout a realizovat potřebné doplňkové 
obvody.  
Pro potřeby navržených úloh nebylo potřeba vytvoření žádných doplňkových obvodů. 
Komunikace mezi PC a vývojovou deskou neprobíhá skrz sériové rozhraní RS-232, ale přes 
univerzální sériové rozhraní USB, kdy není potřeba již zapojovat zdroj napájení pro desku, 
neboť to je zajištěno skrze rozhraní USB.  
Výsledkem práce je vytvořená sada 5 laboratorních úloh pro využití mikrokontrolérů 
řady MC9S08, kde se složitost vypracování úlohy pro potenciální studenty zvětšuje. První 
úloha je spíše na seznámení a demonstraci jednoduchého použití mikrokontroléru. Další úlohy 
jsou již složitější a využívají různé typy časovačů, dále využívají přerušení, LCD displej a 
A/D převodník. Úlohy byly vytvořeny tak, aby se jejich vypracování dalo zvládnout vždy za 
jedno laboratorní cvičení. Některé úlohy jsou založeny na úloze předchozí, tudíž rozvíjí již 
vytvořený program z předchozího úkolu. V těchto úlohách již nejsou znovu dopodrobna 
rozebírány záležitosti, které byly rozebrány ve cvičeních předchozích. Pro každou úlohu bylo 
vytvořeno zadání, návod pro vypracování a také vzorové programy v jazyce C, přiložené 
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8 Seznam použitých zkratek 
 
IDE – Integrated Development Environment (Integrované vývojové prostředí) 
USB – Universal Serial Bus 
OSBDM – Open Source Background Debug Mode 
LED – Light Emitting Diode 
I/O – Input/Output (vstup/výstup) 
TOD – Time-of-Day 
TPM – Timer Pulse Width Modulator 
MCU -. Machine Control Unit 
LCD – Liquid Crystal Display 








9 Seznam příloh 
 
 
Příloha 1: Zdrojový kód, 1. Laboratorní úloha 
Příloha 2: Zdrojový kód, 2. Laboratorní úloha, první část 
Příloha 3: Zdrojový kód, 2. Laboratorní úloha, druhá část 
Příloha 4: Zdrojový kód, 3. Laboratorní úloha  
Příloha 5: Zdrojový kód, 4. Laboratorní úloha  
Příloha 6: Zdrojový kód, 5. Laboratorní úloha  
Příloha 7: Obsah přiloženého DVD
  
Příloha 1: Zdrojový kód, 1. laboratorní úloha 
//LU1 - Ovladani diod pomoci tlacitek 
 
#include <hidef.h> /* for EnableInterrupts macro */ 
#include "derivative.h" /* include peripheral declarations */ 
 
//sepnutí diody nebo stlačení tlačítka (ON), vypnutí diody a uvolněné tlačítko (OFF) 
#define ON 0 
#define OFF 1 
 
//definice diod pro port data register 
#define LED1 PTCD_PTCD2 
#define LED2 PTCD_PTCD3 
#define LED3 PTCD_PTCD4 
#define LED4 PTCD_PTCD5 
 
//definice tlačítek pro port data register 
#define SW1 PTAD_PTAD6 
#define SW2 PTAD_PTAD7 
#define SW3 PTAD_PTAD0 
#define SW4 PTCD_PTCD7 
 
void main(void) { 
  EnableInterrupts; 
  /* include your code here */ 
    SOPT1_COPE=0;  //vypnutí hlídače Computer Operating Properly  
     
    PTADD=0x0; //PORT A na vstupni 
    PTAPE=0xC1; //nastavi na 1.,7. a 8. bitu portu A pull-up 
enable(PTAPE0,PTAPE6,PTAPE7) na 1....1100 0001=0xC1 
      
   PTCDD=0x3C; //nastavi 3.-6. bit portu C (PTC2-PTC5) na 1-->vystupni port...0011        
1100 = 0x3C 
    PTCD=0x3C;  //všechny diody zhasnuty 
        
  for(;;) { 
     
    if(SW1==ON) 
     LED1=ON; 
    else if(SW1==OFF) 
     LED1=OFF; 
    if(SW2==ON) 
     LED2=ON; 
    else if(SW2==OFF) 
  
     LED2=OFF; 
    if(SW3==ON) 
     LED3=ON; 
    else if(SW3==OFF) 
     LED3=OFF; 
    if(SW4==ON) 
     LED4=ON; 
    else if(SW4==OFF) 
     LED4=OFF; 
      
  } /* loop forever */ 













Příloha 2: Zdrojový kód, 2. laboratorní úloha, první část 
#include <hidef.h> /* for EnableInterrupts macro */ 
#include "derivative.h" /* include peripheral declarations */ 
 




 SOPT1_COPE = 0; // disable COP watchdog 
  
 PTCDD=0x3C;   // piny PTC2-PTC5 jako vystupni zapsanim 1 na prislusnou 
pozici 
 PTCD=0xC3;    // nastavi vystupy na hodnotu 0 (diody sviti) 
  
 ICSC1_IRCLKEN=1;  // povoleni vnitrni referencni zdroj hodin jako signal 
ICSIRCLK 
  
 TODC_TODCLKS=0b10;  // vybere signal ICSIRCLK jako zdroj hodin pro TOD 
modul 
 TODC_TODPS=0b011;   // vyber skalovacich bitu pro 38,4kHz 
  
 TODSC_SECIE=1;  // aktivace preruseni kazdou sekundu 
 TODSC_SECF=1;   // vynulovani priznaku sekundoveho preruseni 
  
 TODC_TODEN=1;   // spusteni casovace TOD 
} 
void main(void) { 
 Init(); // Inicializace 
  




 // kdyz je detekovano sekundove preruseni, pak je na vystup portu C zapsana 
opacna 
  // hodnota nez predtim (zapnute/vypnute diody) a priznak sekundoveho preruseni je 
vynulovan 
   
   if(TODSC_SECF==1) 
  { 
   PTCD=~PTCD; 
   TODSC_SECF=1;  




Příloha 3: Zdrojový kód, 2. laboratorní úloha, druhá část 
#include <hidef.h> /* for EnableInterrupts macro */ 
#include "derivative.h" /* include peripheral declarations */ 
//LU2b - Blikani diod s pouzitim timeru TPM 




 SOPT1_COPE = 0; // disable COP watchdog 
  
 PTCDD=0x3C;   // piny PTC2-PTC5 jako vystupni zapsanim 1 na prislusnou 
pozici 
 PTCD=0xC3;    // nastavi vystupy na hodnotu 0 (diody sviti) 
  
 TPM1SC_TOIE=1;    // vyvolano preruseni pokud TOF (timer overflow flag) 
rovno 1    
 TPM1SC_CLKSB=0;   // vyber zdroje hodin (01 - bus clock) 
 TPM1SC_CLKSA=1; 
  
 TPM1SC_PS=0b000;  // vyber skalovaciho faktoru (000 - deli hodiny 1) 
              
 TPM1MODH=0xFF;  // nastaveni hodnoty, do ktere bude citac TPM1CNT 
inkrementovat svou hodnotu nez vyvola preruseni 
 TPM1MODL=0xFF;  
} 
             
void main(void) { 
 Init(); // Initialize hardware 








 // vzdy kdyz je vyvolano preruseni a je indikovano prislusnym priznakem 
TMP1SC_TOF, tak se inkrementuje 
 // pocitadlo a priznak preruseni je vynulovan zapsanim 0. Jakmile se toto stane 
75krat, vzhledem k vysoke frekvenci 
 // hodin MCU, pak ubehne jedna sekunda a na vystupu je nastavena opacna 
hodnota (blikani diod) 
  
   if(TPM1SC_TOF==1){ 
   pocitadlo++; 
   TPM1SC_TOF=0; 
   if(pocitadlo==72){ 
      PTCD=~PTCD; 
      pocitadlo=0; 
   } 
       
   } 






Příloha 4: Zdrojový kód, 3. laboratorní úloha 
//LC3 - ZOBRAZENI CISLA NA LCD DISPLEJI 
 
#include <hidef.h> /* for EnableInterrupts macro */ 





 SOPT1_COPE = 0; // disable COP watchdog 
 LCDInit();    // inicializace LCD displeje 
     
} 
 
void main(void) { 
 Init(); // Inicializace mikrokontroléru 
  Write888(); // zapis cisla 888  
   
// Endless loop 



















void ICSInit() { 
 
  ICSC2 = 0x06; // vybran oscilator jako externi ref. hodiny, povoleno vyuziti jako 
ICSERCLK,  
                // low frequency range -> frekvence oscilatoru 32-38,4kHz 
                 
 
  




               
LCDC0=0x21;     // DUTY 001 (1/2 duty cycle), OSCOUT jako zdroj hodin pro LCD, 
LCLK 4 -> LCD frame //frequency = 32Hz  
  ICSInit(); 
  LCDRVC=0x80;    // regulovane napajeni zapnuto (musi byt zapnut LCD charge 
pump) 
  LCDSUPPLY=0x83; // zdroj napajeni pro LCD zapnut, vybrano napajeni Vireg pro 
napajeni LCD 
  LCDBCTL=0;      // blikani displeje vypnuto  
   
  // povoli funkci jako LCD prislusnym pinum 
  LCDPEN0=0xFF; 
  LCDPEN1=0xE0; 
  LCDPEN2=0xFF; 
  LCDPEN3=0x7F; 
  LCDPEN4=0xC0; 
  LCDPEN5=0x03;  
   
  // nastaveni funkce backplane/frontplane 
  LCDBPEN0=0; 
  LCDBPEN1=0; 
  LCDBPEN2=0; 
  LCDBPEN3=0; 
  LCDBPEN4=0; 
  LCDBPEN5=0x03; 
   
     
  LCDWF40=0x01;  // aktivace pinu COM1 
  LCDWF41=0x02;  // aktivace pinu COM2 
    
  LCDS=0x80;   //vynulovani preruseni (LCD Interrupt Flag) 
   
  LCDC0_LCDEN=1;  // zapnuti LCD displeje 
} 
 
void ClearLCD() { 
  LCDWF4=0; 
  LCDWF5=0; 
  LCDWF6=0; 
  LCDWF7=0; 
  LCDWF14=0; 
  LCDWF15=0; 
  
  LCDWF16=0; 
  LCDWF17=0; 
  LCDWF18=0; 
  LCDWF21=0; 
  LCDWF22=0; 




void Write888()  
 { 
    LCDWF4=0x02; 
  LCDWF5=0x03; 
  LCDWF6=0x03; 
  LCDWF7=0x03; 
  LCDWF14=0x02; 
  LCDWF15=0x03; 
  LCDWF16=0x03; 
  LCDWF17=0x03; 
  LCDWF18=0x02; 
  LCDWF21=0x03; 
  LCDWF22=0x03; 







Příloha 5: Zdrojový kód, 4. laboratorní úloha 
#include <hidef.h> /* for EnableInterrupts macro */ 
#include "derivative.h" /* include peripheral declarations */ 
#include "LCDfunc.h" 
 
//LU4 - Vyber rychlosti blikani, zobrazeni poctu bliknuti na LCD displeji 
  
#define ON 0 
#define OFF 1 
 
#define SW1 PTAD_PTAD6 
#define SW2 PTAD_PTAD7 
#define SW4 PTCD_PTCD7 
  
int PocetBliknuti=0; 




   
 SOPT1_COPE = 0; // disable COP watchdog 
  
  PTADD=0x0; //PORT A na vstupni 
  PTAPE=0xC0; //nastavi na 1.,7. a 8. bitu portu A pull-up 
enable(PTAPE0,PTAPE6,PTAPE7) na 1....1100 0001=0xC1 
        
  PTCDD=0x3C; //nastavi 3.-6. bit portu C (PTC2-PTC5) na 1-->vystupni port...0011 
1100 = 0x3C 
  PTCD=0x3C;  //všechny diody zhasnuty 
  
 ICSC1_IRCLKEN=1; // povoleni vnitrni referencni zdroj hodin jako signal 
ICSIRCLK 
  
 TODC_TODCLKS=0b10;  // vybere signal ICSIRCLK jako zdroj hodin pro TOD 
modul 
 TODC_TODPS=0b011;   // vyber skalovacich bitu pro 38,4kHz 
  
 LCDInit();         // inicializace LCD displeje 
      
} 
void TOD1Init(){ 
  TODC_TODEN=0;   // vypnuti casovace TOD 
  
 TODSC_QSECIE=1;  // aktivace preruseni kazdych 0,25s 
 TODSC_QSECF=1;  // vynulovani priznaku ctvrtsekundoveho preruseni 
  
  
 TODC_TODEN=1;    // spusteni casovace TOD 
} 
void TOD2Init() { 
  TODC_TODEN=0;   // vypnuti casovace TOD 
  
 TODSC_SECIE=1;  // aktivace preruseni kazdou sekundu 
 TODSC_SECF=1;   // vynulovani priznaku sekundoveho preruseni 
  




void main(void) { 
 Init(); // Initialize hardware 
 




      
  if(SW1==ON){ 
    TOD1Init(); 
    stav=1; 
  } 
  if(SW2==ON){ 
    TOD2Init(); 
    stav=2; 
  } 
  if(SW4==ON){ 
    stav=0; 
    TODC_TODEN=0; 
  } 
  switch (stav){ 
    case 1: 
    if(TODSC_QSECF==1) 
    { 
     PTCD= ~PTCD; 
     TODSC_QSECF=1; 
      PocetBliknuti++; 
      ClearLCD(); 
      LCDWriteNumber(PocetBliknuti); 
   } 
  break; 
   
    case 2: 
  
      if(TODSC_SECF==1) 
    { 
     PTCD=~PTCD; 
     TODSC_SECF=1; 
      PocetBliknuti++; 
      ClearLCD(); 
      LCDWriteNumber(PocetBliknuti);   
    } 
  break; 
     












void LCDWriteNumber(int number); 
void WriteNumber(int number,int position); 
 




void ICSInit() { 
 
  ICSC2 = 0x06; // vybran oscilator jako externi ref. hodiny, povoleno vyuziti jako 
ICSERCLK,  
                // low frequency range -> frekvence oscilatoru 32-38,4kHz 
                 
 




        
        
  LCDC0=0x21;     // DUTY 001 (1/2 duty cycle), OSCOUT jako zdroj hodin pro LCD, 
LCLK 4 -> LCD frame frequency = 32Hz  
  ICSInit(); 
  
  LCDRVC=0x80;    // regulovane napajeni zapnuto (musi byt zapnut LCD charge 
pump) 
  LCDSUPPLY=0x83; // zdroj napajeni pro LCD zapnut, vybrano napajeni Vireg pro 
napajeni LCD 
  LCDBCTL=0;      // blikani displeje vypnuto  
   
  // povoli funkci jako LCD prislusnym pinum 
  LCDPEN0=0xFF; 
  LCDPEN1=0xE0; 
  LCDPEN2=0xFF; 
  LCDPEN3=0x7F; 
  LCDPEN4=0xC0; 
  LCDPEN5=0x03;  
   
  // nastaveni funkce backplane/frontplane 
  LCDBPEN0=0; 
  LCDBPEN1=0; 
  LCDBPEN2=0; 
  LCDBPEN3=0; 
  LCDBPEN4=0; 
  LCDBPEN5=0x03; 
   
     
  LCDWF40=0x01;  // aktivace pinu COM1 
  LCDWF41=0x02;  // aktivace pinu COM2 
    
  LCDS=0x80;   //vynulovani preruseni (LCD Interrupt Flag) 
   
  LCDC0_LCDEN=1;  // zapnuti LCD displeje 
} 
 
void ClearLCD() { 
  LCDWF4=0; 
  LCDWF5=0; 
  LCDWF6=0; 
  LCDWF7=0; 
  LCDWF14=0; 
  LCDWF15=0; 
  LCDWF16=0; 
  LCDWF17=0; 
  LCDWF18=0; 
  LCDWF21=0; 
  LCDWF22=0; 




void LCDWriteNumber(int number){ 
 int cislo1; 
 int cislo2; 
 int cislo3; 
    if(number<10){ 
      WriteNumber(number,3); 
    }  
    else if(number<100) { 
      cislo2=number/10; 
      cislo1=number%10; 
      WriteNumber(cislo2,2); 
      WriteNumber(cislo1,3); 
    }  
    else if(number<1000){ 
      cislo3=number/100; 
      cislo2=number%100; 
      cislo1=cislo2%10; 
      cislo2=cislo2/10; 
      WriteNumber(cislo3,1); 
      WriteNumber(cislo2,2); 
      WriteNumber(cislo1,3); 
    } 
 } 
  
void WriteNumber(int number, int position)  
 { 
    int segA=0; 
    int segB=0; 
    int segC=0; 
    int segD=0; 
    int segE=0; 
    int segF=0; 
    int segG=0; 
    switch(number)  
    { 
      case 0: segA=1;segB=1;segC=1;segD=1;segE=1;segF=1;break; 
      case 1: segB=1;segC=1; break; 
      case 2: segA=1;segB=1;segG=1;segE=1;segD=1; break; 
      case 3: segA=1;segB=1;segG=1;segC=1;segD=1; break; 
      case 4: segB=1;segF=1;segG=1;segC=1;break; 
      case 5: segA=1;segF=1;segG=1;segC=1;segD=1;break; 
      case 6: segA=1;segF=1;segG=1;segE=1;segC=1;segD=1;break; 
      case 7: segA=1;segB=1;segC=1;break; 
      case 8: segA=1;segB=1;segC=1;segD=1;segE=1;segF=1;segG=1;break; 
      case 9: segA=1;segF=1;segB=1;segG=1;segC=1;segD=1;break; 
    } 
  
     
    switch(position) { 
      case 1: if(segB==1){ 
                if(segF==1){ 
                  LCDWF5=3; 
                } else LCDWF5=1; 
              } else if(segF==1) LCDWF5=2; 
              if(segC==1){ 
                if(segG==1){ 
                  LCDWF6=3; 
                } else LCDWF6=1; 
              } else if(segG==1) LCDWF6=2; 
              if(segD==1){ 
                if(segE==1){ 
                  LCDWF7=3; 
                } else LCDWF7=1; 
              } else if(segE==1) LCDWF7=2; 
              if(segA==1) 
                LCDWF4=2; 
               
              break; 
      case 2: if(segB==1){ 
                if(segF==1){ 
                  LCDWF15=3; 
                } else LCDWF15=1; 
              } else if(segF==1) LCDWF15=2; 
              if(segC==1){ 
                if(segG==1){ 
                  LCDWF16=3; 
                } else LCDWF16=1; 
              } else if(segG==1) LCDWF16=2; 
              if(segD==1){ 
                if(segE==1){ 
                  LCDWF17=3; 
                } else LCDWF17=1; 
              } else if(segE==1) LCDWF17=2; 
              if(segA==1) 
                LCDWF14=2; 
               
              break; 
               
      case 3: if(segB==1){ 
                if(segF==1){ 
                  LCDWF21=3; 
                } else LCDWF21=1; 
              } else if(segF==1) LCDWF21=2; 
  
              if(segC==1){ 
                if(segG==1){ 
                  LCDWF22=3; 
                } else LCDWF22=1; 
              } else if(segG==1) LCDWF22=2; 
              if(segD==1){ 
                if(segE==1){ 
                  LCDWF23=3; 
                } else LCDWF23=1; 
              } else if(segE==1) LCDWF23=2; 
              if(segA==1) 
                LCDWF18=2; 
               
              break;  
    } 




Příloha 6: Zdrojový kód, 5. laboratorní úloha 
#include <hidef.h> /* for EnableInterrupts macro */ 












 SOPT1_COPE = 0; // disable COP watchdog 
         
  LCDInit(); 
  ADCInit(); 
   














void main(void) { 
 Init(); // Initialize hardware 
  
  // Endless loop 
 for(;;) 
 {      
   if(TODSC_QSECF==1){ 
      
     while (ADCSC1A_COCOA!=1){} 
     
     ClearLCD(); 
    
  
     POT=getNumber(); 
    
     LCDWriteNumber(POT); 
                        
     TODSC_QSECF=1; 





//hlavičkový soubor ADCfunc.h 
 






//knihovna funkcí ADCfunc.c 
 
#include "derivative.h" /* include peripheral declarations */ 
#include "ADCfunc.h" 
 
void ADCInit(void) {   
  ADCCFG1=0x80;              //ADLPC-Low power, ADIV-hodiny deleny 1, MODE-
single-ended 8-bit konverze, ADICLK-bus clock   
   
  ADCCFG2=0;              //ADACKEN-neaktivovan signal ADICLK, ADHSC-normalni 
rychlost konverze, ADLSTS-nejdelsi vzorkovaci cas 
    
  ADCSC2_ADTRG=0;         //software trigger - konverze zapnuta softwarove po 
nastaveni registru ADCSC1 
   
  ADCSC3_ADCO=1;          //zapnut souvisly A/D prevod 
     
  ADCSC1A=0x64;           //AIENA=1-povoleni preruseni pri dokonceni 
konverze,ADCHA=0b00100-vyber AD4 pinu, DIFFA=0-single-ended     
     
} 
int getNumber(void){ 
    int number; 
    
number=ADCRLA_D0+ADCRLA_D1*2+ADCRLA_D2*4+ADCRLA_D3*8+ADCRLA_D4*16+
ADCRLA_D5*32+ADCRLA_D6*64+ADCRLA_D7*128; 
    return number; 
 } 
  
Příloha 7: Obsah přiloženého DVD 
 
/Mikeska J. – Laboratorní úlohy pro mikrokontroléry MC9S08.pdf 
 elektronická verze této bakalářské práce 
 
/LaboratorniUlohy/LU1 
 program pro ovládání LEd diod pomocí tlačítek 
 
/LaboratorniUlohy/LU2 
 program pro blikání diod pomocí časovače TOD 
 
/LaboratorniUlohy/LU2b 
 program pro blikání diod pomocí časovače TPM 
 
/LaboratorniUlohy/LU3 
 program pro zobrazení čísla na LCD displeji 
 
/LaboratorniUlohy/LU4 
 program pro výběr rychlosti blikání a zobrazení počtu bliknutí na LCD 
 
/LaboratorniUlohy/LU5 
 program pro simulaci analogového vstupu a zobrazení aktuální hodnoty na LCD 
