Using active rules or triggers to verify integrity constraints is a serious and complex problem because these mechanisms have behaviour that could be difficult to predict in a complex database. The situation is even worse as there are few tools available for developing and verifying them. We believe that automatic support for trigger development and verification would help database developers to adopt triggers in the database design process. Therefore, in this work we suggest a visualization add-in tool that represents and verifies triggers execution by using UML's sequence diagrams. This tool is added in RATIONAL ROSE and it simulates the execution sequence of a set of triggers when a DML operation is produced. This tool uses the SQL standard to express the triggers semantics and execution.
Introduction
The passive behaviour of traditional databases often causes semantic loss in database systems. Users and applications always have the responsibility to protect these semantics. For this reason, traditional databases have been improved by adopting active behaviour. An active behaviour is a complex operation that is activated in an autonomous way to perform predefined actions. Usually, this behaviour is known as triggers or ECA rules. An ECA rule consists of three components; event, condition, and action. The execution model of ECA rules follows a sequence of steps: event detection, condition test, and action execution. An event in relational databases is a DML (Data Manipulation Language) statement such as (INSERT, DELETE, and UPDATE) . Once a trigger is activated and its condition is evaluated to true, the predefined actions are automatically executed.
Incorporating active rules enhances the functionality of database systems and provides flexible alternatives to implement many database features, such as to enforce integrity constraints [1] . Because of execution models of triggers, an active database is more complicated than a passive one. For that reason we believe that automatic support for triggers development could help to adopt active rules by database designers and developers. The validation of active rules/triggers execution is the major problem that makes the application development a difficult task. As rules can act in a way that leads to conflict and undesirable problems, the developer needs * This work is part of the project "Software Process Management Platform: modelling, reuse and measurement". TIN2004/07083. additional effort to control this behaviour. The objective of this validation is to guarantee the successful execution of the triggers; that means to avoid nontermination state in their execution.
In commercial CASE tools which support triggers development, we have detected that developing triggers and plugging them into a given model is an insufficient task because of the behaviour of such triggers is invisible to the developers.
Therefore, in this work we suggest a visualization tool to represent and verify triggers execution by using UML's sequence diagrams. This tool has three contributions. First, we use the SQL standard [5] to express triggers semantics and execution. Second, we use the UML sequence diagram to display interactions between triggers. And finally, we use a commercial CASE tool (Rational Rose) to add-in our approach. These contributions make our approach quite useful, practical and intuitive to manage triggers using the triggering graph (TG) for checking non termination state. TG is one of the most important tools in active rules to check the termination execution for a set of rules and we adopt it for our approach.
The rest of this work is organised as follows. In section (2) the semantics of triggers execution is explained according to the SQL standard. In section (3) works related to rules behaviour analyzer tools or visualization tools are presented. In section (4) we will explain our visualization tool design. Finally, in section (5) some conclusions and future works are exposed.
Triggers Execution in SQl3
This section addresses common components according to the definition specified in the SQL2003 standard which makes revisions to all parts of SQL99 and adds new features [4] . A SQL standard trigger is a named event-condition-action rule that is activated by a database state transition. Every trigger is associated with a table and is activated whenever that table is modified. Once a trigger is activated and its condition evaluated to true, the trigger's action is performed. When we talk about the semantics of triggers execution in the SQL standard, we consider the Knowledge Model and the Execution Model.
A knowledge model supports the description of the active functionality; it is considered to have three principal components; an event, a condition, and an action [1] . The SQL3 syntax of triggers is shown in Fig.1 .
In database systems, the triggers execution model specifies how a set of triggers is treated and executed at runtime. Although triggers are available in most DBMS, unfortunately their execution models change from one DBMS to another. Despite this fact, a common execution strategy is shared among systems according to the two main requirements for the SQL triggers execution. These requirements are [1]; (1) the execution model must ensure consistency in the database, and (2) all Before-triggers and After-triggers must be execute before or after the associated table will be modified, respectively. Before-triggers are especially useful for maintaining a constraint at the time that the data changes, while After-triggers are useful for invoking functions and stored procedures which execute modification operations inside and outside the database.
