Abstract. The group key agreement protocol enables to derive a shared session key for the remote members to communicate securely. Recently, several attempts are made to utilize group key agreement protocols for s ecure multicasting in Internet of Things. This paper contributes to identify the security vulnerabilities in the existing protocols, to avoid them in future constructions. The protocols presented by Gupta and Biswas have been found insecure to ephemeral secret key leakage (ESL) attack and also, malicious insiders can impersonate an honest participant. Additionally, the protocol presented by Tan is also ESL-insecure. We also present a fix to the Tan's protocol to make it secure.
1. Introduction. The recent security concerns are prevailing when multiple devices over a wireless communication interact among them leaking sensitive information to a non-participating entity [20, 19] . A common concern in these real world applications is to establish a secure session among the interested remote participants. It is always challenging to derive a shared secret key which can prevail over the advantages of adversary. A group key agreement (GKA) protocol enables the participating members to establish such a symmetric session key, usually following an asymmetric procedure. This symmetric key is further used for encryption decryption purpose. Various real life applications of GKA includes distributed computations, video conferencing and multiuser games. A variety of key establishment approaches have been presented in literature based on the network characteristics, agreement strategy, communication rounds and contributiveness. The two major classes representing the protocols are either transportation of session key or agreement via participant's contribution. In the key transport protocols, the session key is derived by one of the powerful nodes and then transferred securely to all the members of the group. The common session key, derived by all the members following an interactive protocol, is known as key agreement protocols.
The hybridization of above two categories can originate another variety of protocols namely, balanced and imbalanced protocols. The balanced protocols are equally contributive protocols while in imbalanced, all the participants contribute but the major part of computations, such as signature verification, is performed by some powerful node. Other than preserving the basic attributes such as known key security and forward secrecy, contributiveness is an important aspect of a GKA protocol. By contributiveness, we mean that all the member's contributions are involved so that none of the member can predetermine the session key without incorporation of other members.
Following the Diffie and Hellman [8] work on two-party key exchange, there has been extensive efforts to convert their two-party key exchange protocol to multi-party key exchange protocol [6, 11, 21] . Among the most notable works, Joux's one round three-party key agreement protocol [13] is considered as a significant contribution for practical GKA protocol due to the functionality of pairing. Based on Joux's work [13] , Barua et al. [1] have presented protocols of multi-party key agreement in two flavours unauthenticated -based on ternary trees and authenticated -from bilinear maps. Unfortunately their protocols are secure against passive adversaries only. As established by Bellare and Rogaway (Crypto'93) [2] , to avoid man in the middle (MITM) attack, authentication is an essential security requirement for key exchange protocols.
The first contribution towards modeling provable security for authenticated key exchange (AKE), was commenced by Bresson et al. [3, 4, 5] but their protocol accounts O(n) rounds, which is very expensive. Later in 2003, Katz and Yung [15] presented a scalable compiler to transform any unauthenticated GKA into an authenticated GKA with the additional cost of one round. Since the GKA study involves multiple participants, the consideration of malicious insider is a realistic scenario. Katz and Shin [14] firstly modeled the insider 94 S. Bala, G. Sharma, H. Bansal, T. Bhatia security in GKA protocols. Gorantla et al. [9] studied that the compromise of long-term key of one participant should not enable the impersonation of any other participant. The improved security model which addresses the forward secrecy and key compromise impersonation resilience (KCIR) for GKA protocols to take into account authenticated key exchange (AKE) security and mutual authentication (MA) security. In 2011, their model was revisited and enhanced by Zhao et al. [30] where they addressed the ephemeral secret key leakage (ESL) attack. The extended model is the strongest model, as it takes into account both the leakage of secret key as well as the leakage of ephemeral key independently. However, Tseng et al. [23] argued about the insufficiency of UF-ACMA secure signature scheme and proposed a UF-ACM-ESL secure signature based on Schnorr [17] .
In identity based setting, the first authenticated ID-based GKA protocol was formalized by Choi et al. [7] in 2004, but their scheme was found vulnerable to insider colluding attack [29] . In 2007, Shim [16] claimed that scheme in [7] is vulnerable to another insider colluding attack and improved the protocol. Unfortunately, none of these AGKA protocols could achieve the perfect forward secrecy. Perfect forward secrecy allows the compromise of long term secret keys of all participants maintaining all earlier shared secrets unrevealed. In 2011, Wu et al. [28] presented a provably secure ID-AGKE protocol from pairings, providing forward secrecy and security against the insider attacks. Later, Wu et al. [27] presented their first revocable ID-based AGKE (RID-AGKE) protocol, which is provably secure and can resist malicious participants as well. The main attraction of this protocol was efficient revocation of group members. However, the protocol takes three rounds but unable to identify malicious participants. In a subsequent improvement, Wu et al. [26] proposed an ID-based AGKE protocol, which can passively detect malicious participants and also proved its security against insider attacks. Although, the protocol was later found insecure against an insider colluding attack by [24] . Afterwards, a two round revocable ID-AGKE protocol was presented by Wu et al. [25] which can identify malicious participants. Another work on authenticated group key agreement protocol without pairing is presented by Sharma et al. [18] . Recently in 2017, Gupta and Biswas [10] presented an ECCbased AGKA protocol and claimed it computationally efficient. However, in this paper, we present security flaws in their construction and proved it insecure. All the above discussed protocols are balanced GKA protocols where all the participants contribute equally and derive a shared session key.
On the other hand, some imbalanced GKA protocols are also presented where one of the powerful node contribute more in the computational sense. A recent contribution to improve the computational efficiency by Islam et al. [12] is presented. This is an ECC-based ID-AGKA protocol for imbalanced mobile networks. The best feature of this protocol is pairing-free property. However, Tan [22] found the Islam et al. [12] construction insecure and improved it. We present an ESL attack on their improved work and attempt to fix it.
Rest of the paper is organized as follows: in Section 2, we introduce necessary definitions, corresponding hardness assumption for AGKA protocol and standard security model for AGKA. Section 3 and Section 4 describes the AGKA protocols and our attacks on their construction, followed by the conclusion Section 5.
Preliminaries and Definitions.
In this section, we introduce mathematical definitions, hardness assumptions, the notion of AGKA protocol and security model for it. If X is a set, then y $ ← X denotes the operation of choosing an element y of X according to the uniform random distribution on X.
Notations
Used. This section describes the preliminaries used for AGKA protocol. Table 2 .1 shows the notations used throughout the paper.
Definitions and assumptions. Definition 2.1 (Computational Diffie-Hellman Problem (CDHP)).
Let G be an additive cyclic group (precisely an elliptic curve group) of order q with generator P . Let CDH : G × G → G be a map defined by CDH(X, Y ) = Z, where X = aP, Y = bP and Z = abP .
The computational Diffie-Hellman problem (CDHP) is to evaluate CDH(X, Y ) given X, Y $ ← G without the knowledge of a, b ∈ Z * q . (Note that obtaining a ∈ Z * q , given P, X ∈ G is solving the elliptic curve discrete logarithm problem (ECDLP).) Definition 2.2 (Computational Diffie-Hellman Assumption). Given a security parameter λ, let ⟨q, G, P, X, Y, ⟩ ← G(λ). The computational Diffie-Hellman assumption (CDHA) states that for any PPT algorithm A which cyclic multiplicative group composed of the points on E/F q P generator of Ĝ e admissible bilinear mapê :
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is negligible in λ. We say that the (t, ϵ)-CDH assumption holds in group G if there is no algorithm which takes at most t running time and can solve CDHP with at least a non-negligible advantage ϵ. 2.3. AGKA Protocol. Let there are total n participants U 1 , U 2 , · · · , U n and any subset with (n ≥ 2) can run the protocol (π). Each participant is provided a (public, private) key pair. In a protocol, we refer by session a running instance. Each participant is allowed to run multiple sessions concurrently. An i th instance of the protocol is represented as Π i U , where U is the corresponding user or participant. We define two identities -the session identity sid i U which is the session dependent information computed by user U at it's i th instance using the shared information in that session, and the partner identity pid 3. In a partnered instance between U i and U j , if an adversary A corrupts U j , any message sent from U j to U i must actually come from U j .
Security Model for AGKA Protocol.
We analyze the security of proposed protocol within the standard security frame of indistinguishability. For the purpose we define the following experiment between the challenger C and the adversary A: Setup: On input a security parameter 1 λ , the challenger C runs KeyGen(1 λ ) to generate the public parameter Params and the system key pair (pk, msk) and gives the adversary A the public key pk. msk is the master secret of the system. Queries: A can adaptively make the following queries:
• Execute(Π 
3. Review of Tan's Identity-based Authenticated Group Key Agreement Protocol. This section reviews the Tan's pairing-free ID-AGKA protocol for imbanced mobile networks. Tan's pairing-free ID-AGKA protocol consists of five phases namely, Setup phase, Key extraction phase, Key agreement phase, Remove phase and Join phase. The notions used throughout the paper are listed in Table. ..... Setup: For a given security parameter k, PKG does the following:
• Choose a k-bit prime q and generate a group G over the elliptic curve, where P is the generator of the group of prime order q.
• Choose the master key x ∈ Z * q and compute the system public key P pub = xP .
• Choose cryptographic hash functions as follows:
Key Extraction: Public key generator extracts the secret key of U i with identifier ID i as follows:
• Choose a number r i ∈ Z * q and compute R i = r i P .
• Compute a Schnorr signature [17] about the identity ID i as x i = r i + xH 1 (ID i , R i ).
If the equality holds, U i takes (x i , R i ) as the private long-term key. Key Agreement: Each node U i (1 ≤ i ≤ n − 1) randomly selects two numbers a i , b i ∈ Z * q and computes
to the powerful node U n . Upon receiving the message (ID i , T i , V i , R i , s i ), U n executes the following operations:
• Compute P i = R i + H 1 (ID i , R i )P pub and check if
• Choose two random numbers a n , b n ∈ Z * q and compute the following:
• Compute the session key SK = H 0 (ID, Z, T n , s n ), where
1 Z i , and checks if s n P = V n +H 4 (ID n , Z, V n , T )P n mod q. If it is valid, U i computes the group session key SK = H 0 (ID, Z, T, s n ).
3.1. Our Attack and Fix. Recall that, when the leakage of ephemeral secret is included in the security model, the leakage of these short term secrets should not allow the adversary to compute the session key. In Tan's protocol, the leakage of a i and b i will allow the adversary to find long term secret key from the signature. The adversary can compute x i as
−1 Z i where Z i can be easily eavesdropped from the transcript. The session key can be computed as SK = H 0 (ID, Z, T, s n ), where ID = ID 1 ||ID 2 || · · · ||ID n−1 ||ID n and Z = Z 1 ||Z 2 || · · · ||Z n−1 . To fix the above attack, one solution is to use a signature such that the leakage of private key can be avoided on the leakage of ephemeral secrets while other solution suggests to mask the ephemeral secret. The masking can be done by a simple substitutionb i = H 5 (b i , x i ), where H 5 : Z * q × Z * q → Z * q . Now, the leakage of ephemeral secrets a i and b i will not allow the adversary to compute x i from the signature.
4. Gupta and Biswas ECC-based AGKA Protocol. In this section, we first present the AGKA protocol by Gupta and Biswas and then, we discuss about the security vulnerabilities in their proposal. The protocol is insecure against insider colluding attack and ephemeral key leakage attack. The algorithm steps are as follows: Setup(1 λ ) : On input security parameter 1 λ , this phase outputs the system parameters Params in the following steps:
• Chooses an elliptic curve group G 1 of prime order q . Let P be a generator of group G. Letê be an admissible bilinear mapê :
• Finally publishes the system parameters Params = {G 1 , G 2 , q, P, H 0 (·), H 1 (·),ê}. KeyGen(params, ID i ) : The phase performs the following for all the group members:
• Each party P i publishes her public key P U i = s i P and computes her private key as P R i = s i s i + QU i P , where QU i = H 0 (ID i ) and s i ∈ Z * q is a randomly selected master key of each party P i . Key Agreement(x i , pid) : In this phase, all the participating group members P 1 , P 2 , · · · , P n have their indexes in cyclic form and also, all the members have already received their public/private key pairs. The steps for key agreement protocol are as follows: Round 1:
• Each party P i (1 ≤ i ≤ n) chooses a random r i ∈ Z * q and computes ψ i = r i P and h i = H 1 (ψ i , r i ).
• Each Party computes the signature on h i as σ i = h i P R i and broadcasts ⟨ψ i , h
• On receiving these signatures ⟨ψ j , h
Round 2: On successful verification, each P i computes X i = r i (ψ i+1 − ψ i−1 ) and broadcast to all other participants.
Key Computation : Each party computes the shared group key as K i = nr i ψ i−1 + Y i = (r 1 r 2 + r 2 r 3 + ... + r n r 1 )P where
4.1. Our Attacks. Here, we list some attacks on the above protocol and prove that the protocol is not secure. The attack points are as follows: Key Generation Flaw: In this protocol, it is ambiguous to derive the public/private key pair by the participant itself. Usually, there are three cryptosystems in practice, Public Key Infrastructure (PKI), Identity based Cryptosystem (IBC) and Certificateless Cryptosystem (CL-PKC). In all the cryptosystems, the private key is partially or fully generated by the trusted third party. If the user can derive the public/private key pair by themselves, there will be no authentication because an adversary can do the same and hence, anyone becomes a valid member in any communication.
Insider Colluding Attack:
The presented protocol is also vulnerable to insider colluding attack. Two insiders P i−1 and P i+1 can collude together to impersonate the participant P i in any other group. The malicious participants eavesdrop the transcript ⟨ψ i , h
i , σ i ⟩ from the previous session and replay this in a new group. Further, note that the computation of X i in Round 2 can be easily performed by P i+1 and P i−1 .
The common group key can be computed as K i = nr i−1 ψ i + Y i where Y i = (n − 1)X i + (n − 2)X i+1 + ... + X i−2 . Therefore, any two malicious insiders can impersonate a participant without his consensus and agree upon some session key. The adversary in our attack must be an active adversary which has the privilege to call Send oracle in standard security model.
Ephemeral Key Leakage Attack: Another drawback of the scheme is, the leakage of ephemeral key directly compromises the group session key. However, the authors claim in Theorem 7.9 [10] , the session key resistance against the leakage of session specific temporary information but the given session key formula K i = nr i ψ i−1 + Y i is completely dependent on r i .
Conclusion.
In this paper, we analyze two AGKA protocols against the claimed security notions and we found them insecure. The Gupta and Biswas protocol is vulnerable to ESL attack as well as insider colluding attack while the Tan's AGKA protocol is ESL insecure. We also present a fix to the Tan's protocol.
