Value-based software engineering (VBSE) is an emerging stream of research that addresses the value considerations of software and extends the traditional scope of software engineering from technical issues to businessrelevant decision problems. While the concept of value in VBSE relies on the well-established economic value concept, the exact definition for this key concept within VBSE domain is still not well defined or agreed upon. We argue the discourse on value can significantly benefit from drawing from research in management, particularly software business. In this paper, we present three aspects of software: as a technology, as a design, and as an artifact. Furthermore, we divide the value concept into three components that are relevant for software product development companies and their customers: intrinsic value, externalities and option value. Finally, we propose a value decomposition matrix based on technology views and value components.
Introduction
Researchers focusing on value-based software engineering (VBSE) have suggested that the economic and value perspectives should be integrated into the software engineering processes that until now have had a very technical focus. According to Biffl and his colleagues [1] and Huang and Boehm [2] , software engineering is currently performed in a value-neutral setting, where the basis of methods and tools is on supporting development of technology, not on creating business value. This value-neutral approach makes it hard to create products that are valuable to people and make it difficult to make financially responsible decisions.
Based on the work of the Economics-Driven Software Engineering Research (EDSER) community, a VBSE research agenda has emerged aiming to integrate value considerations in all aspects of software engineering, and calling forth the development of tools and methods to support the business side of software engineering [1] . Due to the novel nature of this idea, empirical evidence -currently being called for in software engineering [3] -supporting the feasibility of realizing value-based software engineering is limited.
Some of the most central work in the area of VBSE includes the initial theory of VBSE as presented by Jain and Boehm [4] and calculation methods estimating return on investment (ROI) of software development pioneered by for example Erdogmus, Favaro and Halling [5] . This work and the research in VBSE in general use several concepts and techniques from economics and accounting and apply them to the context of software engineering. While the inclusion of general business and management theories to the research of business aspects in software engineering can be considered a fundamental aspect of VBSE, we argue that the researchers in the area could significantly benefit from adapting more of the findings of the so-called software business research into their work.
Software business, as the authors of this paper define it, is a management research area, which focuses on software firms and develops knowledge to understand how and why these firms succeed. When defined this way, software business and VBSE share the phenomenon of interest but differ in the research paradigm. While researchers involved in VBSE use the engineering paradigm and develop tools and methods to help software firms succeed, researchers operating in software business area examine how and why firms succeed using the social sciences paradigm. Simply put, the models of VBSE are mostly prescriptive, while the software business research considers explanatory models as a central goal. We argue that these viewpoints are different sides of the same coin, and hence there is a great potential for cooperation and knowledge sharing.
The rest of the paper is structured as follows. First, we present some of the key theories used in the emerging software business research, particularly those related to value. Second, we review three different ways to conceptualize software based on the current paradigm employed by software business researchers. Throughout these two sections, we use software product development or market driven software development as the context. Finally, we will integrate the perspectives of value and the perspectives of software into a value decomposition matrix. The main contributions of this paper include linking VBSE and software business research as well as providing a conceptual tool to aid in different value considerations.
Concept of Value in Software Business Research
The concept of value is central to VBSE. Indeed, the main goal of this research movement is to assign a measure of value on decision making in the software process. This is seen as a complement to previous software engineering research that has mainly focused on technical aspects such as quality, cost, and development time. The concept of value is not strictly defined, but can be evaluated for example by a technique called Stakeholder Value Proposition Elicitation and Analysis [6] . From the perspective of economics, this resembles analyzing the utility function [see e.g. 7] of each stakeholder. After this, win-win technique, can be applied to negotiate the requirements.
Research by Briggs and Grünbacher [8] and Oza, Biffl, Fruehwirth, and Selioukova [9] have demonstrated the successful use of this approach in the elicitation of stakeholder values.
Another set of techniques focuses on valuating different features, requirements, or decisions on a single-dimensional measure (most commonly money) using mathematical formulas adapted mainly from accounting and finance [5] . However, the vagueness of the concept of value seems to be a central problem. If the researchers cannot agree on a common definition of value, we run the risk of producing incommensurable research, which seriously inhibits the progress of the field. We attempt to clarify the concept of value by anchoring it to the theory base used in software business.
The economic concept of value is most commonly defined as the amount of money that a unit of goods or services is traded for. Utility, on the other hand, is all the good and desirable that is created by consuming a product or a service. Hence the concept of value in VBSE is closer to economic utility than economic value. To avoid confusion with the terminology, we use the term "value" for value in VBSE context, and "economic value" when discussing the economic concept. The problem with utility, and value, is that good and desirable are highly subjective and idiosyncratic issues. Economics has solved the problem of diversity in utility between consumers by developing a multi-attribute utility theory [10] and using statistical distribution functions as utility functions. However, the abstract and generic nature of these theories limits their applicability to VBSE, as long as no relevant agreed on dimensions and measures exist for value components. In this paper we omit the philosophical of definition of value and assume that value exists, and we can use any definition that suits our needs. Hence, we rather ambiguously define "value is the degree of desirability". Agreeing that this definition sheds little normative light on the decision-making processes, we will now take a closer look what value means in different contexts. The discussion is structured around two central players in the software markets: utility-seeking customers and profit-seeking firms.
Values of Utility-Seeking Customers
From the customer perspective the value of software comes from its use, the utility it can create. While this is a seemingly trivial argument, it embeds much complexity: First, the utility is not only dependent on the intrinsic properties of the software, but also the skills of the user and several factors that are external to both the user and the software. Second, as discussed earlier, each customer values the software differently depending on for example her unique set of capabilities, and her own desires for different types of utility. Recent research by Oza and his colleagues [9] illustrates this value diversity in dynamic settings of software process improvement initiatives.
In a static setting where future is not considered, the value of the software comes from three different sources: intrinsic value, complementary value [11] and direct network externalities [12, 13] . The intrinsic value is embedded in the software as functionality and attributes such as security and usability. This part of the value seems to have the closest match with the current concept of value in VBSE. A complement can be defined as a product or a service, which increases the value of another product or service [14] and here complementary value refers to value, which is created by combining a piece of software with another good or service. For example, a word processor is much more valuable when bundled in an office suite due to the possibility to embed objects created with other applications. Last, if the software can be used in communication, it is subject to network externalities -its value is dependent on the amount of other users of the software that are relevant to the focal user. For example, if two colleagues use compatible word processors, they can share files and collaborate benefiting both from the compatibility. A somewhat idealistic view of this phenomenon is known as Metcalfe's law "the value of a network is the number of users squared" [15] . Empirical evidence suggests that the value of network externalities can be in par with product features when a product's economic value is evaluated [11, 16, 12] . In other words, compatibility with other pieces of software can be as important as the features and quality of the software.
The problem with the above-presented decomposition of value is that it does not take into account the bounded rationality of people. Especially in the context of complex issues, people cannot base their decisions fully on facts. Hence, the purchase decisions are not based on real value, but perceived value [see e.g., 17]. We will first discuss the issue of where the estimate of real value comes from and then present some of the factors that may create bias between the real and the perceived value. In economics, a good whose value cannot be estimated without using the good is called "an experience good" [18] . While software is far from typical experience goods, like music, Messerschmitt and Szyperski [19] argue that software should be considered to be an experience good. This implies that the estimate for the value comes from using the good, referring to other users or reviews, or simply through advertisements. In the context of software, especially influential seems to be the experience with the prior generation or release of the product. However, even with perfect information gained through experience, the perceived value rarely equals the real value. One reason for this is that value contains also purely psychological parts. Often the market share correlates with the perceived value causing bandwagon effect [20] , where the current user base drives adoption without any mechanism that would generate externalities. While the psychological part of the value has traditionally been considered as being solely in the domain of marketing, some recent work suggests that it should be taken into account also in the product development phase [21] . The significance of these psychological effects can be so strong as to enable firms with inferior products to capture the markets if they gain control of the bandwagon [13] . Product launch timing is an influential factor in creating these effects and hence at least release planning is affected by this market effect [22] .
The last problem with estimating the value of a piece of software from the customer point of view is that software is an investment in a durable good and hence the expected future value matters. More concretely, the customer is interested on availability of complements in the future (including for example updates), and expected size of the user base. These both are issues, which can significantly affect which products are chosen and which firms' offerings prevail in the markets.
Values of Profit-Seeking Firms
Next we will discuss the concept of value from the perspective of a software firm. The objective of the firm is simple: to maximize the cumulative long term profits. However, this simple and uniform concept of value does not help much when trying to estimate the value of software development decisions. The reason is that the profits of the firm are realized in market transactions, and the evolution of the markets is an external facto that is largely outside the control of the firm. This is particularly true for the turbulent software markets, where standards, technologies, and even companies change rapidly. Due to this, attempts to generate systematic heuristics to optimize against the unknown future have not yet matched the use of managerial intuition in decision-making [23] .
We will divide the further discussion of the value from the perspective of the software firm into two themes: market mechanisms and path dependency. In economics, market is a place where buyers and sellers exchange goods and services. If a buyer considered something as being more valuable than the seller, a transaction occurs. The purpose of the market is to create and divide surplus -the utility of the good for the buyer measured in money minus the cost of creating the good by the seller measured in money. Since the utility of different buyers varies, the seller usually prices the good in such a way that only a certain amount of users want to trade with the price. When a competitor with a similar product arrives, the optimal price that the seller should charge decreases. If the goods are sufficiently similar and there is sufficiently large number of sellers, the basic economic models predict that prices will fall to a level that equals the cost of production and sales by the sellers. If this so-called perfect competition situation occurs, no firm will create profit. To counter the effects of competition firms often deliberately create products that cause lock-in by means of creating extra costs when switching to other vendors or use advertising to make their product seem more advantageous than it actually is [24] . With these tactics, the firm is decreasing the surplus (value minus cost) that goes to the customer to create more profits. The importance of lock-in is that it enables software firms to extract more value from their products than would be possible if consumers could switch to competing products freely, thus explaining the voracious strive for market share in growing markets [25] . The phenomenon of lock-in and existence of network externalities create a challenge for evaluating the value of the software: Often several incompatible standards compete, and the outcome of this battle for dominance cannot be evaluated accurately ex ante [26] . The dilemma of a firm is that while it maximizes utility by being compatible with the dominant network, it can often capture more economic value by excluding competitors from the network by being incompatible with competing solutions [13] . The dilemma of compatibility and limiting the choice of the customer is something rather opposite to the win-win principle [27] used in VBSE. Another problem is that when technology is first developed and then sold at the markets, the value for the technology cannot be accurately defined at the time when the most value affecting development decisions are made since we cannot accurately predict how the market develops in the future [28] .
Another issue with firms is that they have technological path dependency. That is, their future technological options are a function of the technology that they currently have in terms of not only technology assets but also knowledge. This means that sometimes firms need to optimize for longer term rather than following the most value-efficient approach for the current customers. If a firm fails to see this, it might end up in technological obsolescence or technological lockout [29] .
To summarize the discussion in this section and the previous, we conclude that there probably cannot be a single unidimensional and measurable construct for value, but how value is seen depends on the context. However, we argue that just abstracting the value to a single figure can sometime be too simple solution since three different dimensions of value exits: intrinsic value of the software, externalities through compatibility and complements, and option value by enabling future development paths. Next we will look at the concept of value from a rather different perspective, that of software as a modular technology.
Three Perspectives on Software as Technology
After the initial discussion of value, we will now take an orthogonal view on the issue. If we are to understand what value means for software from the perspective of various management disciplines, we need to also understand how these disciplines conceptualize software. It is easy to define software as a technology without further considerations on the general nature of the term. To understand how software is presented in management research, we adopt a definition for the concept of technology by Schilling [30] Technology refers to any manner of systematically applying knowledge or science to a practical application … Technology in this context is generally understood to include information technology as well as technology embodied in products, production processes, and design processes.
Since the process of creating and the process of executing are systematic, and there is a practical application for software, we can indeed conclude that software fits well to this definition. The adopted definition links technology intimately but not exclusively to artifacts, that is, technology is both the artifacts that extend our capabilities and the skill to produce and efficiently use them. This definition is much more strict, than defining technology as knowledge that is intended for "use". If defined this broadly, technology would encompass virtually all useful routines and capabilities developed through organizational evolution.
In addition to artifacts and knowledge, technology can be considered from a third perspective: as a design. Design is a "blue print", a type of artifact that acts as a template for producing more artifacts. While not strictly correct, we distinguish between software design and software artifact by defining that software design is technologyin-development and the software artifact is technology-in-use, or technology which is embedded inside a medium and is ready to be executed or traded. We present each of these views in more detail and build link to VBSE.
Software Artifacts
Most notable property of software artifacts is that they are information. More precisely, software artifacts are a sequence of instructions that is codified in a form that can be interpreted and executed by computer hardware. Information artifacts have several distinct properties: First, information contains always two parts, message and the language, which it is codified with [31] . With software this naturally implies that the codification needs to be compatible with the hardware. However, in contrast to many other information goods, this codification is not readily comprehensible by people, and in the case of interpreted programming languages where the software is distributed in source code format and interpreted to machine language when executed, it still requires considerable effort to comprehend the code [24] . In this way, software does not suffer from the property shared by many other information goods, that is, software can be appropriated even if it has been once disclosed [32] . Hence, software should be considered as an experience good [19, 18] , but the implications of revelation are much less serious than with other more typical information goods.
Like any other information good, software does not wear out when used. However, it shares a characteristic with knowledge: Knowledge does not wear out, but competition can drive down the price even though the utility has not declined. The value can also diminish through obsoletion [33] . That is, the utility of the information does not decrease, but the market value is decreased through emergence of new and more advanced competing artifacts, or the environment where it is used changes so that the artifact is no longer useful for the purpose it was intended for. The speed of obsoletion can range from rapid to nearly inexistent. For example software that is run on the mainframes of financial institutions can be even several decades old, while anti-virus software needs to be updated several times a day to keep it on an adequate level of capability to block emerging and constantly developing threats. The value implication of this insight is that normal discounting methods that are used when evaluating economic value over time are not sufficient when considering value of software, which will be developed in the future, since the face value of the artifact does not stay constant over the time.
Software artifacts consist of two types of data: instructions for computer hardware and embedded information. The latter includes all text, images, sounds as well as information that is passed to external devices as forms of instructions [19] . The instruction part of the software artifact is what makes software behave like virtual machines that do things [34] . Software goods that consist mainly of instructions can be considered as tools that help people to get jobs done. Usually, when technology enables us to get things done, there emerges a dominant design [35] , and hence there is in the longer run little variance in preferences -or the desire for utility -for software that is low in the information content. If there is no service component linked to the software, the offering of one firm scales easily and hence can result in capturing a monopolistic market share.
In contrast, when the embedded information content of the software is high, or the purpose of the software is to present information interactively, the preferences of the consumers behave very differently [see e.g., 36]. This is due to the fact that information and instruction content are valued differently: While the interactive part is valued for what it does, information is valued for what it teaches us or how it influences us [19] . Generally, there is a large variance in preferences for information, for both entertainment and education purposes. Moreover, these types of products suffer somewhat similar issues than information goods, once the users learn the information, the utility of the software artifact decreases. Prime examples of this kind of software artifacts are computer games. Indeed, computer games are no longer programmed, they are designed since the storyline, graphics, and environment of the game grow in importance related to technical aspects of the program [19] . Once a game is released, it might sell for only less than a year after its initial release. Moreover, once a person has completed the game once, his interest in the program is decreased since there is no element of novelty anymore in the information content.
Software Designs
As a system, technology is a collection of subsystems that are bound together with architecture, and each subsystem can be a system of other subsystems. The key insight from general systems theory is that a system cannot be comprehended as only through its parts, but needs to be considered as a whole.
According to Schilling [30] Modularity is a general systems concept: is a continuum describing the degree to which a system's components can be separated and recombined, and it refers both to the tightness of coupling between components and the degree to which "rules" of the system architecture enable (or prohibit) the mixing and matching of components.
The level of modularity in software artifacts varies significantly, and it is not necessarily tied to modularity of the technology, which was used to generate the artifact. That is, a modular technology can result in highly integrated tightly coupled artifact systems. While this seems initially counterintuitive, it becomes clear after one considers the process of compiling software, where several source files are compiled and linked to become one binary executable. In this process the modularity of the technology is decreased and the modules loose their autonomy: it is no longer possible to easily exchange the compiled modules and in order for the system to work as designed, each module needs to work.
However, one software artifact can consist of several (executable and nonexecutable) files. In this case the system retains part of the modularity of the technology. For such modular product to be realized, several interfaces are required to define the architecture of the system [37, 38] . In software, this modular design has several advantages: modular system can be upgraded or modified by exchanging modules to enhanced versions, and documented modular interfaces enable user driven innovation [39, 40] . Modern computer games where users can create new scenarios or modifications are a prime example of the latter. Moreover, modularity enables the emergence of complements, which can be a significant source of value for a software product [41, 42] .
Modularity is a powerful concept, since modular designs include what Baldwin and Clark [38] call "option value". In their work combining the research streams of real options and complexity theory they identify six modular operations: splitting, substituting, augmenting, excluding, inverting, and porting. After developing theoretical measures of value for performing each of the operation, they present history of the computing industry as an example of how modularity works. The problem of modular design is, that while modularity enables more efficiently constructing a product family, it can lead to loosing the control of the design, that is, the parts of the design provided by the original vendor are no longer the value critical elements.
The power of modularity of design is that much of the complexity can be hidden under layers of abstraction. Modularity, measured often as coupling and cohesion in software engineering, has much benefits, including more comprehensible design and as a consequence result in better developer performance [43, 44] , can boost the innovation rate at each module, and enable better system reconfigurability [38] . However, this comes with a cost: First, even software with well defined architecture and internal interfaces tend to degrade over time. That is, incremental changes break the architecture and make the modules more tightly coupled if efforts are not spent to prevent this. This is a general property of technology and other complex systems and in software engineering it is known as Lehman's law [45] . When a complex system becomes more integrated, it looses its adaptability [46] . Moreover, the links become more numerous and less general, even to an extent that the abstracting effect of the modular system is lost. There is little use in modularity, if the software designer needs to be concerned with the internal structures of modules.
Clearly, not only the requirements, but also the architecture of the software needs to be value-based, if the long run value of the design is to be optimized. Unfortunately, this is not often the case when firms follow the client or market requirements to stay with the competition, especially when developing products on internet time [47] .
Software Knowledge
The final aspect that we take on software as a technology is that of technological knowledge and competence. Currently, knowledge and technological capability are increasingly in the core of creating competitive advantage for companies [21, 48, 33] in high tech industries, like semiconductors, biotechnology, electronics, and software, where the development costs of new products can form a significant part of the cost structure of the entire company.
Defining the knowledge part of software is not straightforward unless one knows a bit of psychological aspects of programming. Hence, we start by briefly introducing a psychological view of how software is created. When a software engineer starts to write software that conforms to the previously designed requirements, he goes through a series of tasks. First, the problem is analyzed and formalized so that it can be solved with a computer, after which architecture and components of the solution are designed. This designing follows a cognitive problem solving process, where the software engineer combines external and codified knowledge to his own tacit knowledge creating a mental model of the solution [49] [50] [51] . After the model of the solution has been created, it is codified into a message using a programming language [31] . The result of the process of programming is a stream of textual information that resides on a computer or a similar platform. In this sense, the software code is only a projection of the solution developed by the programmer. Several finer aspects, especially why something is done like it is, remain tacit. In essence the codified form and the tacit form of software are intimately linked, and in this way software is tied to the people or organization that developed the software.
Clearly this knowledge is valuable and hence knowledge creation should be included in the value considerations, for example through integrating VBSE and experience factory [52] , which is a general knowledge management framework for software engineering organizations. The value of knowledge comes from the fact that ability to learn is a function of what is already known and hence software firms who are on the edge of technology development often invest in projects for the main reason of learning. The downside for knowledge creation is, that it can lead to islands of specialization, where only one person or a small group holds a piece of tacit knowledge that is critical to the software development organization. If this happens it gives these employees an edge in the considerations of how the created value should be distributed among the stakeholders, thus enabling a potentially negative impact on the organizational knowledge distribution.
Synthesizing the Two Perspectives into a Value Decomposition Matrix
In the previous two sections we presented two views on value. First, we addressed the issue through three value components: intrinsic value, externalities, and option value. Second, we discussed three different views on software: as artifact, as design and as knowledge. Based on this discussion, we propose a value decomposition matrix to aid in considering the different aspects of value. The matrix is shown below in Table 1 . Each cell in the cross-section of a view on software (rows) and value sources (columns) contains an illustrative question to aid in utilizing the nine different combinations in value considerations. The current limitation of the matrix is, that it mostly focuses on the view of the value to the customers and the organization, hence largely disregarding the value considerations that are relevant to employees. More work will be needed here in the future to integrate this third stakeholder group into the value decomposition matrix. Moreover, the framework is focused on market-driven development that takes place in software product firms. Finally, we propose 5 potential avenues of future research in VBSE:
1. External value sources, like complements and network externalities need to be taken into account in value considerations. 2. Modularity, in terms of modular options and as an enabler for maintenance is a significant source for long-term value. 3. Market mechanisms have been the most successful institution in dividing utility in society and they provide a potential avenue for further research in VBSE. 4. Most firms do not create win-win, but win-loose less (firm-customer) situations, if they achieve lock-in. Hence, win-win does not necessarily create the most optimal solution for the stakeholder that has the most power in decision making. 5. Experience factory or some other knowledge management concept should be integrated in VBSE.
