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 The String-matching technique is part of the similarity technique. This 
technique can detect the similarity level of the text. The Rabin-Karp is an 
algorithm of string-matching type. The Rabin-Karp is capable of multiple 
patterns searching but does not match a single pattern. The Jaro-Winkler 
Distance algorithm can find strings within approximate string matching. This 
algorithm is very suitable and gives the best results on the matching of two 
short strings. This study aims to overcome the shortcomings of the Rabin-
Karp algorithm in the single pattern search process by combining the Jaro-
Winkler and Rabin-Karp algorithm methods. The merging process started 
from pre-processing and forming the K-Gram data. Then, it was followed by 
the calculation of the hash value for each K-Gram by the Rabin-Karp 
algorithm. The process of finding the same hash score and calculating the 
percentage level of data similarity used the Jaro-Winkler algorithm. The test 
was done by comparing words, sentences, and journal abstracts that have 
been rearranged. The average percentage of the test results for the similarity 
level of words in the combination algorithm has increased. In contrast, the 
results of the percentage test for the level of similarity of sentences and 
journal abstracts have decreased. The experimental results showed that the 
combination of the Jaro-Winkler algorithm on the Rabin-Karp algorithm can 
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A similarity technique is a widely used fundamental concept. For example, the similarity between the two 
subjects (A and B) is related to the similarity/difference between them[1]. There are several kinds of algorithms 
that use string-matching techniques to identify the level text similarity[2]. The algorithm of Rabin-Karp is an 
algorithm of string-matching type that is useful in several pattern searches[3]. This algorithm uses a hash function 
to determine the feature value of each word chunk[4]. This algorithm is very suitable to be used to find many 
patterns in strings[5]. However, this algorithm was not compatible with the process of searching for a single 
pattern[6]. The application of the algorithm Rabin-Karp has been done by previous research such as detecting 
documents' plagiarism by Hartanto, et al, 2019[7], Filcha, et al., 2019[8], Steveson, et al., 2018[9], Priambodo, 
J, 2018[10], Uji Cahyono, Drajad, 2018[11].  
In 2017, Andyasah, et al.[12] analyzed the influence of the length of K-Grams in the Rabin-Karp 
algorithm determining the plagiarism level. The analysis concluded that the determination of the length of the 
K-Grams affected the percentage level of plagiarism. A higher K-Grams tended to present a lower degree of 
similarity. Besides, lower K-Grams was able to increase the percentage level of similarity.  
Approximate string matching is used in searching string based on the string with the similarity of the 
writing on the dictionary. The algorithm can be used to search a string including Jaro-Winkler, Hamming, 
Damerau Levenshtein, and Levenshtein Distance[13]. The Jaro-Winkler algorithm is very suitable and gives 
the best results on matching two short strings[14]. The using of Jaro-Winkler algorithm has been done by 
















previous researchers, namely, the autocorrect and the spelling suggestion[15], [16] feature, detecting 
plagiarism document[17]–[26], stemming the word compensated is not standard English by Qulub, et al, 
2020[27]. 
In 2016, Rochmawati, et al.[13] conducted research that compared the algorithm of the search string 
in the approximate string matching methods to identify errors typing text. The methods compared were the 
Jaro-Winkler, Levenshtein, Hamming, and Damerau Levenshtein Distance. Based on the testing results, it 
indicated that the algorithm of Jaro-Winkler is the best in checking the word with the value of the MAP is 0.87.   
The combination of the string-matching and the approximate string-matching algorithms has ever been done 
by Saberi, et al., 2018[6]. In the research, researchers combined the Levenshtein distance with the algorithm 
of Rabin-Karp to improve the accuracy of the degree of similarity of the document. The research concluded 
that the use of the Levenshtein algorithm to calculate the distance of the hash on these two documents will 
produce a better level of accuracy. 
Based on the previous research, it was stated that the Rabin-Karp algorithm was less suitable in the 
process of finding a single pattern. Besides, the Jaro-Winkler algorithm is very suitable to be applied in the 
short string searching process. Thus, the researchers intended to combine these two algorithms to deal with the 
shortcomings of the Rabin-Karp algorithm. The stages start from preprocessing the data, followed by 
calculating the hash value of each piece of string by the algorithm of Rabin-Karp, then concluding with the 
calculation of the percentage of the similarity degree of the data using the Jaro-Winkler algorithm. The 
incorporation of those algorithms is expected to increase the accuracy of the percentage of the similarity degree 
in text. 
 
2. METHOD  






Figure 1. The Hybrid of Jaro-Winkler and Rabin Karp Flowchart 
 
2.1. Data Acquisition 
The data research used in this research was the abstract data of the study. This data was obtained from 
various journals or seminars that serve as research source references. The data was converted in the form of 
text. 
2.2. PREPROCESSING 








Figure 2. Preprocessing 
2.2.1. Case Folding 
The procedure of changing all letters in the text is all in lowercase[28]. The example (provided in 






Figure 3. Case Folding 
2.2.2. Tokenizing 
The cutting process of the string is based on each of its constituent words as well as removing the 





Plagiarisme adalah tindakan 
“kriminal123” 
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Figure 4. Tokenizing  
  
2.2.3. Filtering 
The procedure of selecting the important word by eliminating insignificant word, such as conjunction 







Figure 5. Filtering  
2.2.4. Stemming 
The procedure of discovering the basic word which is used in establishing the feature of the text [31]. 






Figure 6. Stemming  
2.3. Rabin-Karp Algorithm 








Figure 7. Rabin-Karp Algorithm Process 
2.3.1. K-Gram 
K-Gram is the process of forming the word pattern by continuously dividing the word as much as 
possible from the beginning to the end of the text [32]. Below is the example of the using of k-gram with k=3 
value in the text “plagiarismetindakankriminal123”: 
[pla, lag, agi, gia, iar, ari, ris, ism, sme, met, eti, tin, ind, nda, dak, aka, kan, ank, nkr, kri, rim, imi, min, ina, 
nal] 
2.3.2. Hashing 
The process to change a string/text into a special value with a permanent length as the string feature.  
The function which produced the unique value is called as hash function and its result is labeled as value of 
hash. The similar function of hash is as follow [7]:  
ℎ(𝑠) = (𝑠[𝑖] ∗ 𝑏(𝑛−1) +  𝑠[𝑖 + 1] ∗ 𝑏(𝑛−2) + ⋯ +  𝑠[𝑖 + 𝑛 − 1])𝑚𝑜𝑑 𝑞 (1) 
Where :  
ℎ(𝑠) = ℎ𝑎𝑠ℎ 𝑣𝑎𝑙𝑢𝑒 (𝑠𝑢𝑏𝑠𝑡𝑟𝑖𝑛𝑔) 
𝑠      =   𝐴𝑆𝐶𝐼𝐼 𝑣𝑎𝑙𝑢𝑒 𝑒𝑎𝑐ℎ 𝑐ℎ𝑎𝑟𝑎𝑐𝑡𝑒𝑟 
𝑏      =  𝑃𝑟𝑖𝑚𝑒 𝐵𝑎𝑠𝑒 𝑁𝑢𝑚𝑏𝑒𝑟𝑠 
𝑞      = 𝑚𝑜𝑑𝑢𝑙𝑜 
Below is the example of hash calculation from the result of the previous k-gram with parameter value b = 397 
and q = 1007: 
[177, 797, 515, 375, 264, 854, 38, 356, 115, 901, 695, 60, 376, 1002, 693, 81, 287, 275, 777, 989, 32, 991, 469, 
373, 829] 

























2.4. Jaro-Winkler Algorithm 










Figure 8. Jaro-Winkler Algorithm Process 
 
2.4.1. Determine Hash Length 
The program code which used to calculate the number of hash value at text is as follow: 
nameList.size(); 
2.4.2. Determine The Number of Equal Hashes 
The program code which used to establish the number of hash similar: 
for (int x = 0; i < length1; x++)  {   
       for (int y = Math.max(0, x - maxDist);y < Math.min(length2, x + maxDist + 1); 
y++){   
             if ((listOne.get(x)).equals(listTwo.get(y)) && hash2[y] == 0)  {   
                    hash1[x] = 1;   
                    hash2[y] = 1;   
                    matched++;   
                    break;   
           } 
       } 
   }   
2.4.3. Determine The Number of Transpositions 
The program code that is used to determine the transposition total is as follows:  
for (int x = 0; i < length1; x++){   
         if (hash1[x] == 1) {   
                    while (hash2[tip] == 0){   
                    tip++;   
                } 
                int listOneTemp = listOne.get(x); 
                int listTwoTemp = listTwo.get(tip++); 
 
                if (listOneTemp != listTwoTemp ){ 
                    t++; 
                } 
          }   
  }    
2.5. Similarity Score 
The percentage level calculation of the text similarity in this research used Jaro-Winkler similarity. 
The determination of similarity text level also used Jaro-Winkler similarity based on Jaro-Winkler similarity 
is as follows [33]:  












) : 𝑚 > 0
0                                ∶ 𝑜𝑡ℎ𝑒𝑟𝑤𝑖𝑠𝑒   
   (2) 
Where :  
|𝑠1|, |𝑠2| = 𝑏𝑜𝑡ℎ 𝑠𝑡𝑟𝑖𝑛𝑔𝑠 𝑙𝑒𝑛𝑔𝑡ℎ(ℎ𝑎𝑠ℎ) 
𝑚            =  𝑚𝑎𝑡𝑐ℎ𝑖𝑛𝑔 𝑐ℎ𝑎𝑟𝑎𝑐𝑡𝑒𝑟𝑠 𝑛𝑢𝑚𝑏𝑒𝑟(hash) 
𝑡              =  𝑡𝑟𝑎𝑛𝑠𝑝𝑜𝑠𝑖𝑡𝑖𝑜𝑛𝑠 𝑛𝑢𝑚𝑏𝑒𝑟 
The program code used in the calculation process of Jaro similarity is as follows: 
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The Jaro-Winkler similarity equation was obtained by adding the same prefix in the Jaro similarity value as 
follows:  
𝐽𝑎𝑟𝑜𝑊𝑖𝑛𝑘𝑙𝑒𝑟(𝑠1,𝑠2 ) = {
𝐽𝑎𝑟𝑜(𝑠1,𝑠2 ) + 𝑙. 𝑝. (1 − 𝐽𝑎𝑟𝑜(𝑠1,𝑠2 ))  ∶ 𝐽𝑎𝑟𝑜(𝑠1,𝑠2 ) ≥ 𝑏𝑡
𝐽𝑎𝑟𝑜(𝑠1,𝑠2 )                                                    ∶ 𝑜𝑡ℎ𝑒𝑟𝑤𝑖𝑠𝑒        
  (3) 
Where : 
𝐽𝑎𝑟𝑜(𝑠1,𝑠2 ) = 𝐽𝑎𝑟𝑜 𝐷𝑖𝑠𝑡𝑎𝑛𝑒 𝑉𝑎𝑙𝑢𝑒 
𝑙                 =  𝑐𝑜𝑚𝑚𝑜𝑛 𝑝𝑟𝑒𝑓𝑖𝑥 𝑢𝑝 𝑡𝑜 𝑚𝑎𝑘𝑠 4 
𝑝                = 𝑝𝑟𝑒𝑓𝑖𝑥 𝑠𝑐𝑎𝑙𝑒 𝑐𝑜𝑛𝑠𝑡𝑎𝑛𝑡 (𝑝 = 0.1) 
𝑏𝑡                =  𝑏𝑜𝑜𝑠𝑡 𝑡𝑟𝑒𝑠ℎ𝑜𝑙𝑑 (𝑏𝑡 = 0.7)  
The program code used in the calculation process of  Jaro-Winkler similarity is as follows: 
public double jaro_winkler(ArrayList<Integer> arrList1, ArrayList<Integer> arrList2, double jaro_distance)  { 
      …. 
      …. 
      …. 
      if (jaro_distance > 0.7){  
          int prefix = 0;      
          int len1 = listOne.size(), len2 = listTwo.size();  
          for (int x = 0;x < Math.min(length1, length2); x++)   
         {  
               if ((listOne.get(x)).equals(listTwo.get(x)))   
                prefix++;   
               else 
                break;   
          }   
          prefix = Math.min(4, prefix);  
           jaroWinkler = jaro_distance + (0.1 * prefix * (1 - jaro_distance));   
      }else { 
            jaroWinkler = jaro_distance; 
       } 
       return jaroWinkler;  
    } 
 
3. RESULTS AND DISCUSSION 
In this research, the researcher executed a process using three types of data input in the form of word, 
sentence and abstract of journal in Indonesian language. In the process of testing level of data similarity, a 
process of changing letter, word, and sentence arrangement was carried out againts the data that have been 
made. Meanwhile, journal abstracts were also tested on several journals with the same theme. The word 
similarity test data was obtained from the original data which changes the position of the letters by k-grams, 
while the sentence and journal similarity test data is obtained from the results of changes in the structure of 
words or sentences as much as n-grams. The values for the K-Gram, Basis and Modulo parameters for Rabin-
Karp used in this study were 3, 397 and 1007 respectively. The merging process of algorithms started from 
pre-processing and forming the K-Gram data. Then, it was followed by the calculation of the hash value for 
each K-Gram by the Rabin-Karp algorithm. The process of finding the same hash score and calculating the 
percentage level of data similarity used the Jaro-Winkler algorithm. The result of tests are shown below: 
3.1. Word Similarity Test Results 
In the process of testing the level of similarity words have done by comparing between the same words, 
but the letter arrangement is changed. Meanwhile, the number of letters whose positions were exchanged in 
the testing process for each word is one alphabet, two alphabets, and three alphabets with the position of being 














Table 1. Word Similarity Test Data 






The line chart above was obtained based on the testing between two similar words but changing the letter 
position. The changes of letter position were executed in three different variants, namely a change in the 
position of 1 letter, 2 letters, and 3 letters.  The diagram results above shows that the combination algorithm 
have a higher accuration level than Rabin-Karp algorithm. 
3.2. Sentence Similarity Test Results 
In line with the process of testing the level of word similarity, testing the level of sentences similarity 
were also carried out by changing the word order in the same sentence. The number of words whose positions 
were exchanged in the testing process for each sentence is one word, two, three, and four words with the 

















The line chart above was obtained based on testing between the same two sentences but by changing the 
word position.  Changes in word position were carried out in four different variants, namely changing the 
placement of one word, two, three and four words. Based on these results, it indicated that the combination 
algorithm possessed a lower level of accuracy than the Rabin-Karp algorithm. 
3.3. Journal Abstract Similarity Test Results 
The process of testing the similarity of Indonesian language journal abstract was not only done by 
testing the same journal by changing the order of words and sentences, but also testing it with journal abstracts 




















Figure 9. Word Similarity Test Results 
Table 2. Sentence Similarity Test Data 
Figure 10. Sentence Similarity Test Results 
Table 3. Journal Abstract Similarity Test Result 
Figure 11. The Average Journal Abstract     
Similarity Test Results 
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The line chart above was obtained based on testing between the same two journal abstracts by changing 
the position of words and sentences. Changes in word position were carried out in five different variants, 
namely changing the placement of three words, six words, nine words, 12 words and 15 words. Meanwhile, 
changes in sentence position were carried out in three different variants, namely changing the placement of one 
sentence, two sentences and three sentences. The sentence and abstract similarity test data was formed based 
on changes in word and sentence structure as much as n-grams. This was done, because if you made changes 
to the arrangement of k-grams, the resulting test data will not change much from the original data. Moreover, 
the researcher also conducted the testing of journals which considered the same theme.  
4. CONCLUSION 
The test results above showed that it improved the presentation of the accuracy of the Rabin-Karp 
algorithm on the word similarity test by 20.06% through the implementation of the Jaro-Winkler algorithm on 
Rabin-Karp. However, the percentage level in testing the similarity of sentences and journal abstracts decreased 
by 15.20%. It showed that the implementation of the Jaro-Winkler algorithm on Rabin-Karp could improve 
the accuracy in detecting text similarities. Future research is expected to be able to analyze the implementation 
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