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Abstract. This work is related to a project, which has as main idea the cons- 
truction of computational tools for proof-graphs.  Thus, the chief goal of our 
work is the analysis and comparison of frameworks based on Java for editing 
and visualizing graphs. With this in mind, we have build a graph editor with a 
two-fold goal: comparing the Java frameworks and use it as a prototype for our 
proof-graph tool. 
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Resumo. Este trabalho esta´ inserido dentro de um projeto que tem por objetivo a 
construc¸a˜o de ferramentas computacionais para grafos-de-prova.  Assim, a 
meta do presente trabalho e´ analisar e comparar frameworks baseados para a 
linguagem Java para edic¸a˜o e visualização de grafos. Para isso, foi construı´do 
um editor de grafos com dois objetivos: comparar os frameworks Java e servir 
de proto´tipo para a ferramenta edição grafos-de-prova. 
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1. Introduc¸a˜o 
 
Em Ciência da Computação ou em demais áreas co-relacionadas, grafos podem ser 
definidos como uma forma de representação de dados [Harary 1969]. Sua aplicabilidade 
abrange inúmeras áreas, como: Química, Engenharia, Matemática, e principalmente a área 
da Computação, onde existem n sub-áreas as quais grafos aplicam-se, como no caso da 
Inteligência Artificial, Redes, Jogos, Compiladores, Lógica, entre outras sub-áreas 
relacionadas.  
Devido o uso de grafos tornar-se comum em várias áreas, extensões e novas formas de 
grafos surgiram. Entre as diferentes aplicações de grafos, surge o uso na área de teoria da 
prova. Especificamente para representação de provas da Dedução Natural. Em sua tese,   
[de Oliveira 2001], faz uso de conceitos da teoria dos grafos para criação de um sistema de 
provas chamado N-Grafos, onde se utiliza a noção de grafo direcionado para representar os 
grafos-de-prova, que de uma maneira geral são grafos rotulados com fórmulas lógicas. Os 
N-Grafos caracterizam-se como um sistema que mescla regras da Dedução Natural e do 
Cálculo de Sequentes, além disso fazem uso da estrutura de prova com múltiplas 
conclusões, o que viabiliza o uso em aplicações computacionais concorrentes. Em      
[Alves 2009], o autor define a propriedade de normalização para os N-Grafos. A partir 
desses resultados almeja-se criar ferramentas capazes de editar, manipular, visualizar e 
verificar propriedades dos N-Grafos. Um dos primeiros resultados em direção a esse 
objetivo é apresentado em [dos Santos 2012], onde um schema XML é definido para 
representar computacionalmente os N-Grafos. 
 
 
Dando continuidade a obtenção de resultados para atingir os objetivos citados 
anteriormente. Aqui demonstra-se uma  análise de dois frameworks destinados à 
visualização e manipulação em grafos: JUNG e JGraph. A análise tem como meta 
comparar ambos os frameworks e eleger um que atenda aos requisitos necessários para a 
elaboração de um editor para N-Grafos. Como metodologia a esta análise, foi desenvolvido 
na linguagem Java um editor desktop para grafos, usufruindo das funções de visualização 
da JUNG e JGraph. A escolha da linguagem Java é derivada do grande uso desta 
linguagem no meio acadêmico e profissional. A escolha pela JUNG e JGraph é resultante 
de dois motivos: a JUNG foi utilizada em [Kaspczak and Rodrigues 2011] como sendo 
framework para a visualização dos grafos. Já a JGraph é citada em diversos fóruns de 
tecnologia como sendo um framework amplamente utilizado para a visualização de grafos. 
Ambos frameworks foram submetidos a análises e tiveram sua avaliação baseada nos 
resultados demonstrados através do desempenho e do suporte aos requisitos no editor 
desenvolvido. A partir da análise de desempenho, foi utilizado a escala Likert para a 
visualização e interpretação dos resultados. 
O restante deste artigo subdivide-se na seguinte forma: a Seção 2 apresenta a descrição 
dos frameworks, a Seção 3 demonstra a análise e comparação e os resultados obtidos, e por 
fim, a Seção 4 as considerações finais. 
 
2. Frameworks de visualizac¸a˜ o e manipulac¸a˜ o em grafos 
 
Nesta seção é apresentada uma breve descrição de dois frameworks destinados a 
visualização e manipulação de grafos, JUNG e JGraph. Inicialmente é narrado seu 
histórico e após, uma introdução ao funcionamento da visualização do grafo em ambos 
frameworks. 
 
2.1. JUNG - Java Universal Network Graph  
 
JUNG é um framework específico para a manipulação, análise e visualização de grafos 
para a linguagem Java. Joshua O'Madadhain, Danyel Fisher, e Scott White, são seus 
idealizadores e desenvolvedores. JUNG, Java Universal Network Graph, teve sua 
primeira versão lançada em agosto de 2003.  
A arquitetura da JUNG é projetada para suportar uma variedade de 
representações de entidades e suas relações, tais como grafos direcionados e não 
direcionados, grafos multi-modais e hipergrafos. A JUNG fornece recursos adicionais 
como: algoritmos de teoria dos grafos, mineração de dados e análise de redes sociais, 
tais como rotinas de agrupamento e geração de gráficos aleatórios [Jung 2009]. 
O framework fornece ao desenvolvedor bibliotecas específicas para a 
implementação de algoritmos aplicados a grafos, como busca do menor caminho e 
verificação de conectividade. 
Para a visualização e renderização do grafo são utilizadas as bibliotecas Swing e 
Awt, contidas no pacote  javax.swing e java.awt, respectivamente. A biblioteca Swing é 
responsável pelos criação componentes gráficos do Java, porém é independente de 
plataforma. Já a Awt é utilizada para criação de interfaces com o usuário e para a pintura 
de gráficos e imagens, porém delegando estas funções ao sistema operacional. Na  
figura 1 e´ apresentado um grafo direcionado utilizando o framework JUNG para a 
visualizac¸a˜o.
 
 
Figura 1. Renderização do grafo utilizando  JUNG 
 
 
 
A disposic¸a˜o dos ve´rtices e arestas na JUNG, e´ gerada de forma automa´tica atrave´s 
do uso de layouts pre´-definidos. A figura 1 demonstra o uso do layout: KKLayout, jun- 
tamente com ilustrac¸a˜o da renderizac¸a˜o do grafo realizada dentro do editor para grafos 
desenvolvido, o qual e´ demonstrado na sec¸a˜o 3.2. Ale´m do KKLayout, ha´ outros layouts 
fornecidos pelo framework como: IsoMLayout, CircleLayout, FrLayout e SpringLayout. 
Segundo, [Kaspczak and Rodrigues 2011] e [JUNG 2009] estes sa˜o alguns layouts forne- 
cidos pelo framework . 
 
• KKLayout: “Algoritmo: Kamada-Kawai” - Usa um layout de nó , na˜o respeita as 
chamadas de filtro. 
• ISOMLayout: “Mapa de Auto-Organizac¸a˜o Meyer” - Implementa um algoritmo 
que realiza uma auto-organizac¸a˜o de layout. 
• CircleLayout: “ Layout simples de posições randômicas de vértices em um círculo” 
- Possui uma implementac¸a˜o onde os ve´rtices ficam igualmente espac¸ados em um 
cı´rculo regular. 
• FRLayout: “Algoritmo: Fruchterman-Reingold – Os nós ficam dispostos de 
acordo com um algoritmo que possui como conceito base que nos que situam-se 
próximos uns dos outros acabam por repelir-se. 
• SpringLayout: Possui nós filhos associados com determinados tipo de regras. 
 
O uso de layouts pre´-definidos proporciona uma maior flexibilidade na exibic¸a˜o 
do grafo, pois, com uso destes, na˜o e´ necessa´rio desenvolver algoritmos de visualizac¸a˜o.
 
A partir de sua criac¸a˜o no ano de 2003 ate´ 
 
agosto de 2012 foram lanc¸adas  31
versões, chegando a atualizac¸a˜o 2.0.1, lanc¸ado em janeiro de 2010. Nota-se que a partir 
desta data, na˜o  foram lanc¸adas atualizações assim a JUNG caracteriza-se por ser um 
framework desatualizado em relac¸a˜o as bibliotecas Java, como por exemplo, a Swing. 
Destaca-se que em 2010, a versa˜o do JDK (Java Development Kit) estava na versa˜o 1.5, 
ao passo que atualmente o JDK esta´ na versa˜o 7.0.
2.2. JGraph 
 
JGraph, e´ um framework destinado a manipulac¸a˜o de grafos e diagramas, pore´m o seu
ponto forte e´ a manipulac¸a˜o e criac¸a˜o de grafos visuais.  Em 2001, foi anunciado sua
primeira versa˜o [JGraph 2012]. A JGraph na˜o possui desenvolvedores fixos, e sim uma 
equipe de desenvolvimento. 
 
O framework utiliza as bibliotecas javax.swing e java.awt para a 
renderizac¸a˜o dos elementos gra´ficos e de interac¸a˜o com o usua´rio, semelhante a JUNG. 
 
O framework JGraph e´ disponı´vel tanto para o desenvolvimento web como para 
desktop.  Para a web, e´ possı´vel utiliza´-lo usando JavaScript, e desktop utilizando Java. 
Para a dominac¸a˜o web utilizando JavaScript, o framework denomina-se mxGraph e para 
desktop JGraphX. 
 
A figura 2 demonstra a utilizac¸a˜o do editor de grafos realizando a renderizac¸a˜o do 
grafo utilizando o framework JGraph. 
 
 
 
 
Figura 2. Renderizac¸a˜o do grafo utilizando JGraph 
 
 
A disposic¸a˜o dos ve´rtices e arestas e´ gerada de forma manual, usando coordenadas 
cartesianas, X e Y. A JGraph oferece layouts de visualizac¸a˜o, pore´m estes na˜o sa˜o menci- 
onados na documentac¸a˜o oficial nem ao menos em seus exemplos de implementac¸a˜o. A 
“descoberta” que o framework possuı´a suporte ao layouts foi atrave´s de uma ana´lise em 
sua a´rvore de diretórios, onde foi assimilado a implementac¸a˜o de alguns algoritmos 
de visualizac¸a˜o, layouts. 
 
 
3. Ana´lise e Comparaça˜o dos Frameworks 
 
Nesta sec¸a˜o e´ apresentado o relatório da ana´lise e comparac¸a˜o dos frameworks mencio- 
nados na sec¸a˜o 2. Na subsec¸a˜o 3.1 e´ apresentado um levantamento de requisitos, na qual 
foram definidos crite´rio de avaliação para os frameworks de visualizac¸a˜o e   manipulac¸a˜o
em grafos.  Na subsec¸a˜o 3.2 e´ apresentado um editor visual de grafos, o qual foi de-    
senvolvido para comparar o funcionamento de ambos frameworks.  Na subsec¸a˜o 3.3 e´ 
apresentada a ana´lise e comparac¸a˜o referente a cada framework.
3.1. Levantamento de Requisitos 
Os requisitos levantados aplicam-se ao contexto de desenvolvimento do editor para n- 
grafos.  O futuro  editor ira´ demandar requisitos visuais como requisitos de eventos 
em tempo de execuc¸a˜o, como por exemplo: uso de listeners a` eventos de mouse e teclado. 
Os requisitos demonstrados a seguir foram itens de avaliac¸a˜o na qual os frameworks 
apresentados foram submetidos a ana´lise e comparac¸a˜o de seus funcionamentos e 
suporte. 
• Atualizac¸o˜es: 
- Lanc¸amentos periódicos de atualizações (releases); 
• Comunidadede desenvolvimento/usua´rios ativa: 
- Fóruns de comunicac¸a˜o entre usua´rios e desenvolvedores; 
- Manuais de implementac¸a˜o e uso; 
- Modelos e exemplos de implementac¸a˜o; 
- Portal de desenvolvedores atualizado; 
• Desempenho; 
- Desempenho em tempo de renderizac¸a˜o do grafo; 
• Eventos de interac¸a˜o com o usua´rio; 
- Suporte ao uso de listeners para eventos de mouse e teclado; 
• Flexibilidade de alterac¸a˜o na estrutura visual do grafo; 
- Adic¸a˜o/remoc¸a˜o de estruturas visuais de ve´rtices/arestas; 
- Ajuste de tamanho visual do ve´rtice em tempo de execuc¸a˜o; 
- Alterac¸a˜o de origem/destino de arestas; 
- Criac¸a˜o de ve´rtices e arestas com rótulos personalizáveis em tempo de execuc¸a˜o; 
- Layouts de visualizac¸a˜o; 
- Movimentac¸a˜o da estrutura visual do ve´rtice; 
• Fa´ cil Implementac¸a˜o; 
- Clareza em codificac¸a˜o; 
- Documentac¸a˜o oficial detalhada; 
- Modelos e exemplos de implementac¸a˜o; 
 
Com o objetivo de analisar os frameworks e avalia´-los conforme os requisitos acima, foi 
utilizado a atribuic¸a˜o de pesos, de 0 a 10. Com base nisto, cada item recebeu um valor 
de relevaˆncia de acordo com a sua funcionalidade e importaˆncia dentro das delimitações 
de requisitos.  Uma escala psicome´trica  denominada escala Likert foi utilizada para a 
atribuic¸a˜o dos pesos de cada item dos requisitos. Esta escala é amplamente utilizada em 
diversas situações como por exemplo, em pesquisas de opinia˜o [Trochim 2006]. 
 
De acordo com grau de importaˆncia que cada requisito exerce, foram definidos 
cinco nı´veis de relevaˆncia, os quais foram aplicados aos requisitos. Cada requisito recebe 
um peso referente ao grau de importaˆncia que exercera´ sobre o futuro editor. A Tabela 1 
descreve estes nı´veis, os quais sera˜o representados por siglas. 
 
A Tabela 2 demonstra os pesos aplicados aos requisitos exibidos na subsec¸a˜o 3.1 
utilizando os nı´veis de importaˆncia exibidos na Tabela 1. 
 
Com base nos requisitos descritos na Tabela 2, e´ necessa´rio avaliar os frameworks 
de forma individual, esta ana´lise apresentada adiante, na subsec¸a˜o 3.3.  Para realizar a 
ana´lise, foi utilizado novamente a escala Likert, pore´m com treˆs nı´veis, onde cada fra- 
mework recebe a nota de avaliac¸a˜o nos itens de cada requisito, atrave´s de uma porcenta- 
gem de acordo com o desempenho e suporte do mesmo.  Os treˆs nı´veis de avaliac¸a˜o sa˜o 
descritos na Tabela 3.
 
 
SIGLA IMPORTAˆ NCIA PESO 
EI Extremamente Importante 10 
MI Muito Importante 7.5 
I Importante 5 
PI Pouco Importante 2.5 
SI Sem Importaˆncia 0 
 
Tabela 1. Definição dos pesos 
 
REQUISITO EI MI I PI SI PESO 
Lanc¸amentos perio´ dicos verso˜ es  x    7.5 
Fo´ runs de comunicac¸a˜o entre usua´rios e 
Desenvolvedores 
 x    7.5 
Manuais de implementac¸a˜o e uso x     10 
Modelos e exemplos de implementac¸a˜o x     10 
Portal de desenvolvedores atualizado  x    7.5 
Desempenho em tempo de renderizac¸a˜o 
do grafo 
x     10 
Suporte ao uso de listeners para eventos 
de mouse e teclado 
 x    7.5 
Adic¸a˜o/remoc¸a˜o de estruturas visuais de 
ve´rtices/arestas 
x     10 
Ajuste de tamanho visual do ve´rtice em 
tempo de execuc¸a˜o 
  X   5 
Alterac¸a˜o de origem/destino de arestas x     10 
Criac¸a˜o de ve´rtices e arestas com ro´ tulos 
personaliza´veis em tempo de execuc¸a˜; 
x     10 
Layouts de visualizac¸a˜o;  x    7.5 
Movimentac¸a˜o  da  estrutura  visual  do 
ve´rtice 
 x    7.5 
Clareza em codificac¸a˜o  x    7.5 
Documentac¸a˜o oficial detalhada x     10 
 
Tabela 2. Requisitos para análise  dos frameworks com  base na escala Likert 
 
SIGLA RELEVAˆ NCIA PORCENTAGEM NOTA 
AS Atende Satisfatoriamente 100% 
AP Atende Parcialmente 50% 
NA Na˜o Atende 0% 
 
Tabela 3. Níveis de atribuição de notas nas  avaliações dos frameworks 
 
 
3.2. Editor Visual para  Grafos 
 
Afim de comparar os dois frameworks apresentados, JUNG e JGraph, foi desenvolvido 
uma aplicac¸a˜o em Java SE, onde foi implementado um editor visual para grafos, LC - 
Editor Visual Graph. O editor por sua vez, ale´m do objetivo de comparac¸a˜o, servira´ como 
um protótipo para o desenvolvimento do futuro editor para os n-grafos.
REQUISITO FUNCIONALIDADE - 
JGRAPH 
AS AP NA NOTA 
Lanc¸amentos periódicos de 
versões (Peso: 7.5) 
Lanc¸amentos praticamente quinze- 
nais. 
X   7.5 
Fóruns   de   comunicac¸a˜o 
entre usua´rios e desenvol- 
vedores (Peso: 7.5) 
Possui, pore´m  ha´  poucos tópicos 
com assuntos avanc¸ados. 
 x  3.75 
Manuais de implementac¸a˜o 
e uso (Peso: 10) 
Possui, pore´m, apenas com funcio- 
nalidades ba´sicas. 
 x  5 
Modelos e  exemplos  de 
implementac¸a˜o (Peso: 10) 
Possui. X   10 
Portal de desenvolvedores 
atualizado (Peso: 7.5) 
Possui. X   7.5 
Desempenho em tempo 
de renderizac¸a˜o do grafo 
(Peso: 10) 
Excelente tempo de resposta. X   10 
Suporte ao uso de listeners 
para eventos de mouse e 
teclado (Peso: 7.5) 
Possui. X   7.5 
Adic¸a˜o/remoc¸a˜o de 
estruturas visuais de 
ve´rtices/arestas (Peso: 10) 
Possui X   10 
Ajuste de tamanho visual 
do ve´rtice  em  tempo  de 
execuc¸a˜o (Peso: 5) 
Possui. Na˜o e´ necessa´rio 
implementac¸a˜o adicional para 
habilitar. 
X   5 
Alterac¸a˜o de ori- 
gem/destino de arestas 
(Peso: 10) 
Possui. X   10 
Criac¸a˜o de ve´rtices e ares- 
tas com rótulos perso- 
naliza´veis  em  tempo  de 
execuc¸a˜o (Peso: 10) 
Possui. Na˜o e´ necessa´rio 
implementac¸a˜o adicional para 
habilitar. 
X   10 
Layouts  de   visualizac¸a˜o 
(Peso: 7.5) 
Possui, pore´m, na˜o sa˜o consta na 
documentac¸a˜o oficial. 
 x  3.75 
Movimentac¸a˜o da es- 
trutura visual  do  ve´rtice 
(Peso: 7.5) 
Possui. X   7.5 
Clareza em codificac¸a˜o 
(Peso: 7.5) 
Co´ digo “legı´vel”; Manipulac¸a˜o di- 
reta de objetos 
X   7.5 
Documentac¸a˜o oficial de- 
talhada (Peso: 10) 
Documentac¸a˜o oficial relata apenas 
funcionalidades básicas. 
 x  5 
 
Tabela 4. Resultado avaliação - JGraph 
 
Os dois frameworks possuem suas próprias estruturas de dados para o armazena- 
mento do grafo em tempo de execuc¸a˜o. Diante disso, foi desenvolvido uma estrutura de 
dados independente de framework baseada em uma lista de adjaceˆncias, sendo assim, ao 
grafo ser renderizado em um determinado framework, e´ realizado uma co´ pia da estrutura 
de dados do editor para a estrutura do framework, e vice-versa.   
 
 
 
Toda edic¸a˜o do grafo, adic¸a˜o/remoc¸a˜o de ve´rtices e arestas e´ realizada dentro 
da estrutura de dados do editor, pois assim ao grafo ser renderizado em um dos dois 
frameworks,  toda a estrutura de dados referente ao framework sera´ atualizada. 
 
REQUISITO FUNCIONALIDADE - JUNG AS AP NA NOTA 
Lanc¸amentos periódicos de 
versões (Peso: 7.5) 
Sem atualizações de janeiro/2010 a` 
agosto/2012. 
  x 0 
Fóruns   de   comunicac¸a˜o 
entre usua´rios e desenvol- 
vedores (Peso: 7.5) 
Na˜o possui.   x 0 
Manuais de implementac¸a˜o 
e uso (Peso: 10) 
Possui, ale´m de outros manuais na˜o 
oficiais detalhados. 
X   10 
Modelos e  exemplos  de 
implementac¸a˜o (Peso: 10) 
Possui. X   10 
Portal de desenvolvedores 
atualizado (Peso: 7.5) 
Possui, pore´m sem atualizações.  x  3.75 
Desempenho em tempo 
de renderizac¸a˜o do grafo 
(Peso: 10) 
Tempo de resposta alto em relac¸a˜o 
a` JGraph. 
 x  5 
Suporte ao uso de listeners 
para eventos de mouse e 
teclado (Peso: 7.5) 
Possui, pore´m na˜o consta na 
documentac¸a˜o oficial. 
 x  3.75 
Adic¸a˜o/remoc¸a˜o de 
estruturas visuais de 
ve´rtices/arestas (Peso: 10) 
Possui, pore´m na˜o consta na 
documentac¸a˜o oficial. 
 x  5 
Ajuste de tamanho visual 
do ve´rtice  em  tempo  de 
execuc¸a˜o (Peso: 5) 
Possui, pore´m na˜o consta na 
documentac¸a˜o oficial. 
x   2.5 
Alterac¸a˜o de ori- 
gem/destino de arestas 
(Peso: 10) 
Possui. x   10 
Criac¸a˜o de ve´rtices e ares- 
tas com rótulos perso- 
naliza´veis  em  tempo  de 
execuc¸a˜o (Peso: 10) 
Na˜o ha´ nada documentado ou publi- 
cado. 
  x 0 
Layouts  de   visualizac¸a˜o 
(Peso: 7.5) 
Possui. x   7.5 
Movimentac¸a˜o da es- 
trutura visual  do  ve´rtice 
(Peso: 7.5) 
Ha´  suporte, pore´m na˜o consta na 
documentac¸a˜o oficial. 
 x  3.75 
Clareza em codificac¸a˜o 
(Peso: 7.5) 
Código “legı´vel”; Manipulac¸a˜o di- 
reta de objetos. 
x   7.5 
Documentac¸a˜o oficial de- 
talhada (Peso: 10) 
Documentac¸a˜o  oficial  relata  ape- 
nas funcionalidades ba´sicas e inter- 
media´rias. 
 x  5 
 
Tabela 5. Resultado avaliação - JUNG 
 
 
Figura 3. Tela Inicial - LC 
 
 
3.3. Ana´ lise e Comparac¸a˜o: JGraph e JUNG 
Esta subsec¸a˜o demonstra a ana´lise realizada nos frameworks aqui apresentados JGraph 
e JUNG utilizando a escala Likert, com base nos requisitos definidos na subsec¸a˜o 3.1. 
As versões dos frameworks analisados foram as mais recentes de acordo com data do 
trabalho. A versa˜o da JUNG encontra-se na versa˜o 2.0.1 e a JGraph 1.10.2.1. 
 A Tabela 4 ilustra a ana´lise referente a  JGraph, já a Tabela 5 demonstra a análise 
referente ao framework JUNG. O gráfico exibido na figura 4 ilustra os resultados 
obtidos na análise, com base nas tabelas 4 e 5. 
 
 
Figura 4. Gráfico: Análise  e Comparação - JUNG e JGraph 
 
 
 
 
 
4. Considerac¸o˜es Finais 
 
Com o resultado da análise aqui apresentada, com base nos requisitos específicos listados 
na subseção 3.1, fica claro que o framework  JGraph apresentou-se de forma satisfatória 
em muitos requisitos aqui levantados, sendo a maioria de peso 10, essenciais para a 
elaboração do editor para os N-Grafos. A JGraph como framework tem pontos a 
melhorar, porém de modo geral apresentou-se melhor do que a JUNG, sendo assim o 
framework selecionado para a próxima etapa do trabalho. 
Além da análise e comparação dos frameworks. Destaca-se outra contribuição 
deste trabalho: a definição dos requisitos e técnicas para análise de frameworks para 
grafos. Portanto, o trabalho aqui apresentando poderá ser usado para futuras pesquisas 
que almejam criar aplicações computacionais que necessitem de uma ferramenta de 
visualização e edição para grafos. 
Após a elaboração deste trabalho, foi constatado um novo framework para a 
manipulação e visualização de grafos, o Prefuse [Prefuse 2011]. Estudos já foram 
destinados a este framework, porém ainda são um pouco incipientes. Assim, será 
necessário repetir a metodologia aqui apresentada para avaliar esse novo framework. 
Tendo finalizada essa nova análise, a etapa subsequente será iniciada, a qual será 
responsável pela criação da ferramenta para N-Grafos. 
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