The limitations of a real motion platform will not normally be discovered until it is completely built and tested. Late identification of its limitations imposes the necessity of a redesign of the motion platform. This, in turn, incurs important and significant economic costs for the manufacturer. Note that any change in the original design of the motion platform requires an investment in resources, money and time in order to perform the re-design of the platform. The main contribution of this paper is to address this problem by creating a virtual motion platform (VMP). This virtual motion platform is a computer-based simulation of a real motion platform which produces the same outputs as the real platform when it receives the same inputs. The VMP has been designed to easily replace the real platform in order to avoid damage to the real system, avoid the potential for human injuries and reduce costs, among other advantages. The model is extensible, enabling the simulation of different kinds of real motion platforms in real-time. The VMP has been validated against a real system implementation. This prototype has been validated against two real motion platforms that we have in our labs: a T3R3 (6DoF)and a T1R2 (3DoF) platform. Extensive empirical tests have been performed and the results show that the VPM exhibits a deviation of less than 3% with respect to the real motion platform, which is a really reasonable result considering the complexity of the simulation. We have also demonstrated that our simulation is capable of running faster than real-time being able to perform batch simulations on many different design iterations.
Introduction
A motion platform (MP) is a powered, mechanical and self-contained complex motion system. Motion platforms are used for immersive applications and motion simulation in a wide range of scenarios and applications. Most MPs come in the form of parallel structures [16] like, for example, the Stewart platform [25] and many works focus their efforts doing kinematics analysis [27] or dynamics analysis [5] of different manipulators. Examples of the application of motion platforms are real-time flight [26] and driving simulators [22] , hazardous chemicals transportation simulators [6] , industrial equipment training [13] or medical rehabilitation [7] .
Our work at the Institute of Robotics and Information Technology (IRTIC) [12] includes an intensive use of real MPs to build a wide range of simulators. From our empirical experience, we have identified an important limitation in the design process for current simulators with MPs. The main issue is that the limitations of a real MP (when it is used to simulate a particular vehicle) cannot be discovered until it is completely built and tested and integrated with the vehicle simulation. This problem affects all organizations, universities and institutes involved in the design and development of simulators with motion platforms and it can lead to important and significant losses in revenue and capability for the motion platform designers and users. It is clear that any change in the original design of a motion platform requires considerable investment in resources, money and time in order to perform the re-design of the platform.
The main contribution of this paper is to address this problem and to significantly reduce the costs and risk associated with the re-design of new MPs. We have solved this problem by creating a virtual motion platform (VMP). A virtual motion platform is a computer-based simulation of a real motion platform. This virtual simulator provides similar outputs as the real one when it receives similar inputs. The virtual motion platform model can be configured to simulate various kinds of real motion platforms and is able to simulate such platforms in real-time. In a previous publication, the authors addressed the problem of executing a VMP faster than real-time being able to perform batch simulations on many different design phases of washout algorithms [4] . Here we focus on describing an interface that allows the actual MP to be replaced by a VMP. We have designed the virtual motion platform in order to allow us to:
• Test the behaviour of real motion platforms against particular simulation environments without the need to physically building them.
• Perform changes in the motion platform design without significantly increasing the cost.
• Perform multiple tests without any risk of damaging or wear the platform hardware.
• Perform multiple tests without endangering human occupants.
• Perform tests faster than real-time.
The rest of the paper is organized as follows: Section 2 reviews previous works on motion platform simulation. Section 3 gives a detailed description of the architecture of the proposed virtual motion platform simulation. Following this, section 4 provides a complete explanation of the internal engine used for the simulation. In Section 5 we present a detailed description of the prototype implementation. Then, comprehensive validation evidence including comparisons with real motion platforms is given in Section 6. Finally, Section 7 provides conclusions and further work.
Related Work
There are few examples of virtual motion platforms that simulate the complete system and behaviour of real motion platforms available in the literature or as commercially available software applications.
Although there are several examples where researchers have attempted to come with models based on analytical methods predicting the behaviour of motion platforms, but they have not implemented a complete simulation system. For example, A 3DoF parallel manipulator and a Stewart platform [24] have been simulated using ADAMS TM [19] software. A simulator that allows interactive kinematic analysis of spherical parallel mechanisms is presented by Gosseling et al [9] . Another example is the work realized by Li et al [14] to perform a kinematic and dynamic simulation of a 3DoF spatial parallel manipulator. While all these research works are good contributions, they all have several limitations. i) They use analytical models to study the behaviour of a real motion platform. These analytical models do not accurately represent the real system. Also, they assume that inputs (target motor angles) can be set directly in the real MP which is not the case, since the real MP is only aware of the torque of the corresponding engine, etc. ii) They have not been released the VMP as a substitute of a real MP.
In this work, we address the problem from a different perspective. The model we present acts as a virtual motion platform that is able to simulate a real motion platform so that the use of either of them provides really similar results and behaviours. The key issue is that the simulator is able to fully substitute its real counterpart. That means that the virtual motion platform should receive exactly the same inputs and provide the same outputs as the real motion platform.
Hulme et al [11] provides a solution closer to our approach where a 6DoF motion platform simulator is presented. Specifically, this simulator implements a Moog 2000E platform [18] . Hulme's simulator is not extensible and cannot, therefore, be reconfigured to represent any other motion platform. However, Hulme's simulator uses a detailed CAD model to provide a visual representation of motion platform behaviour which is similar to our approach. Furthermore, Hulme's simulator is not based on forward kinematics [17] . Instead, it uses inverse kinematics, i.e. the simulator computes the desired inputs from a given set of userdefine outputs. Our approach is significantly different because our intention is to simulate the behaviour of a real MP based on the input values provided to the system.
Architecture of the Virtual Motion Platform
For the sake of simplicity, we will assume that all motion platforms use rotational motors that move connecting rods, pistons and joints in order to fulfill a desired set of movements. The extension to translational motors should be quite straightforward. In fact, a translational motor is a rotational motor with a joint that transforms angular motion into displacement, so it may also be simulated with a rotational motor. Figure 1 shows the conceptual diagram of the proposed VMP. The inputs of the VMP are the desired target angles for the motors. These inputs are provided by an external application that generates the desired angles, in our case, a simulator. The outputs of the VMP are the motor angles. Optionally, the output can contain the state of the motion platform in the form of a 6-DoF vector. This is optional because it could also be calculated from the motor angles using direct kinematics relationships. Our VMP is extensible and is able to simulate a number of different real MPs. As shown in Figure 1 , the simulator engine receives a set of descriptive parameters, which are used to define the physical characteristics of the real MP being simulated. Each description is used to simulate the behaviour of the particular MP. All these descriptions have a common list of parameters used to describe the characteristics and behaviour of the real MP. These parameters are used to define: i) motor parameters (control parameters, maximum force, etc), ii) geometrical design of the motion platform (piston lengths, motor positions, connecting rod dimensions, etc), iii) physical parameters (masses, inertias, etc), iv) physical constraints (joint types and limits), and v) visual characteristics. Note that each of the parameters may be completely different depending on the design of the MP being simulated. In order to provide values for each of the parameters, we use two sources of information. On the one hand, we develop a CAD model of the MP to be simulated. This CAD model is exactly the same as that used for building the real MP and is used to capture the platform dimensions and functionality. The rest of the parameters are read from an XML file parsed at load time by the VMP, and these parameters are provided by the model developer. These parameters are used by the physics engine for simulating the behaviour of the real MP. The details of these parameters will be explained in the next section and the physics engine will be explained in the implementation section.
Apart from the VMP, a graphical user interface is required to provide a real time visualization of the VMP response and enable the user to perform a visual inspection of how well the VMP is simulating the real MP.
Simulating Motion Platforms
To perform the physics simulation of the motion platform, we use a CAD model and an associated physical description. Figure 2 shows an example of a CAD model of the T1R2 parallel manipulator. We identify in Figure 2 all the components required to be simulated: motors, joints, connecting rods, moving pistons, the moving platform base and the load attached to the platform base. The way in which we identify such objects is by means of a naming convention, i.e. using MotorX for motors, JointX for joints, etc. There are some rules that the CAD model should follow in order to be suitable for use with the VMP:
• The components should follow the aforementioned naming convention in order to enable us to identify semantically what kind of object is being simulated.
• Connecting rods, pistons, the moving platform base, and the load should be dynamic rigid bodies. Any rigid body can be connected to other by a link. Which rigid bodies are linked and how each depends on a particular motion platform designed is defined in the CAD model with the appropriate physical joint specifications.
• Motors are kinematic bodies that do not move. They are linked by a revolute joint to a connecting rod. MotorX should be linked to RodX (for instance: Motor1 links to Rod1, Motor2 to Rod2, etc.). These joints will be controlled by a virtual motor controller, which is in turn commanded by the inputs that are used to calculate the motor demanded angles.
• There is only one load and one moving platform base. The load is at the end of the joint chain, and the platform base is the penultimate component in the chain.
• The moving platform base is the rigid body from which body we calculate the motion platform position.
In the geometrical construction process of the motion platform, the joints specific constraints, all the masses and inertias from all the components are read directly from the physics description available in the CAD model. The only thing which is not present in the CAD model is the motor controller parameters which are parameterized in the XML parameter file. In addition, in order to afford the user a further level of flexibility, the masses and inertias of all the components can be changed via the XML file.
A PID motor controller system was developed to provide motor control. This type of controller are used usually when a model of the controlled system is not available [1] . The tuning of the controller requires the following control parameters: Kp (proportional constant), Ki (integral constant) and Kd (derivative constant) [1] . The values of these parameters can often be estimated from the motors themselves. The input of the controller is the target motor angle and the output is the resulting torque over the rod joint.
The motor controller can be simulated with different physical models. Some authors ( [11] ) use kinematic approaches, in which the target angles are set directly and the VMP reaches its desired positions immediately. However, with an actual platform this is not possible, since to reach a desired angle there is a process of motor movements from an initial to a final position. Therefore, to achieve a more realistic simulation we have chosen a dynamic model instead of a kinematic approach. With this method, the interacting forces are taken into account, not only the initial and final positions.
Thus, when the inputs are provided, the motor controller determines if these inputs are achievable or not, according to the physical constraints of the motor. If the controller determines that the new target angle is achievable, then the system tries to achieve it by applying a torque to the corresponding joint, i.e. the joint connected to the corresponding rod. The amount of torque applied depends on the motor parameters specified in the XML file. Otherwise, if the angle is not achievable, the output will be the maximum allowed by the system. Therefore, the desired angle may or may not be reached depending on the motor force, the motion platform load and the controller settings. Also, the target angles could be achieved faster or slower depending on the motor parameters.
Once the motor controllers have calculated the resulting torque, this torque is then applied to the joint connecting the motor and the rod. The physical engine performs all the necessary calculations over the entire system in order to simulate the positions of all the remaining components. Once the platform base is repositioned, the physical engine model provides the position and orientation in the form of a 6-component DoF vector. No direct kinematics relationship are needed to achieve this result since the physical engine has performed all the dynamic (not kinematic) calculations necessary.
Implementation
The VMP has been implemented in C++ with a three thread structure in order to achieve the real-time requirements for simulating the MP. These threads perform the following tasks:
• Communication thread. This receives the inputs and passes them to the physics thread.
It also receives the outputs from the physics thread and sends them out to the external application (the external simulator in our case).
• Physics thread. This is the main module of the system. It processes the inputs and feeds them to the virtual motors that move the VMP. It is also responsible for calculating the outputs to the simulator.
• Visual thread. This is an Open Scene Graph (OSG) window with a dynamic visual representation of the CAD model.
The use of threads allows each part of the system to be executed at different frequencies. This is important because the physics thread simulating the motion platform should be executed faster than the visual thread and faster than the inputs are fed into the simulator. The following sections provide a comprehensive explanation of each of these modules.
Communication Thread
This thread receives the inputs that are fed into the physics thread with a user configurable delay to simulate the effect of transmission delay. This delay is expected to be small, as it is the time elapsed between receiving a target angle command and the instant when the motor controller tells the motor to execute the command. The communication thread reads the input at a fixed rate set in the XML parameter file. This frequency must be the same as that used by the external interface providing the input data. To provide an immersive experience in simulation applications, our experience indicates that, in practice, it is not necessary to update faster than 60 Hz. We have also run higher frequencies such as 60 Hz and 120Hz successfully. This simulation step parameters is probably the most sensitive in order to generate a response as similar as possible to the real platform. The model can be improved directly increasing the frequency of the simulation step which in turn causes an important overload in the CPU processing
Physics Thread
For the implementation of the CAD model , we use Autodesk 3D Studio Max 2011. This software enables us to control both the visual representation and the physical structure of the motion platform. To enable this novel use of 3D Studio Max, we use the NVidia PhysX plugin. This plugin enables us to describe the physics associated with the model. 3D Studio Max enables to easily export the CAD model to both OSG visual representation (.ive format) and NVidia PhysX physics representation (.nxb format). This innovative combination of technologies enables us to develop the VMP easier and faster.
In order to design an accurate simulation model completely based on physics principles, we rely on NVidia PhysX which is an advanced physics engine. The physics thread uses the PhysX SDKs for loading the PhysX physics representation. NVidia PhysX is a hardwarebased technology support for NVidia graphic card enabling a general purpose real time collision detection and simulation of rigid bodies, cloth, fluid and particle systems. The NVidia PhysX physic representation enable us to model the features of the rigid bodies that are lately used by this engine to perform all the inertial calculations. This thread performs all the physics calculations at a user-defined frequency (set via the XML input file). The higher the frequency, the more accurate the simulation, but the more computing time it consumes. If the frequency is too high, then the simulation process could take longer than the time that it is allocated, resulting in non real-time execution. However, if the frequency is too low, then simulation accuracy decreases.
Visual Thread
For the visual element of the VMP, we use Open Scene Graph (OSG), an advanced C++ library for graphics. The visual system loads the CAD visual description (.ive file) and draws their different components of the motion platform in the positions determined by the physics thread. The visual thread update rate is set to 25 Hz, which is the minimum for the human eye to perceive smooth motion. Our goal is simply to achieve a realistic physics simulation so it is not necessary to update the visual scene any faster. Moreover, as the real-time requirement is essential we may often elect not to display the visual scene at all and therefore the visual thread is disabled and no drawing takes place. Figures 3 and 4 show examples of both the 3DoF and 6DoF virtual motion platforms, rendered by the visual thread. We have implemented both systems in order to evaluate our proposed method. 
Evaluation of the Virtual Motion Platform
The evaluation of a virtual motion platform is complex and challenging. In order to validate the VMP, it must be compared with a real MP [23] . To achieve this, we have built two real motion platforms (both a 3DoF and 6DoF platform), a task which is non-trivial itself . We have then used these platforms to validate the VMP by means of a comparison of the behaviour of the virtual motion platform with respect to the real platform.
A brief description of these real MP is provided in Section 6.1. To perform the validation, we have implemented both platforms in CAD and have also specified both sets of motor parameters for the PID control system in order to configure the VMP ready for validation. The details of these CAD designs are described in Section 6.2 and details of the motor parameters are described in Section 6.3. The validation tests compare both virtual and real motion platforms. Several input signals have been used as test vectors in order to compare the performance of the real and virtual motion platforms. Details of these test vectors are provided in Section 6.4. Finally, the results of the validation tests are provided in Section 6.5.
Description of the Real Motion Platforms
In order to perform the validation tests, we need first to set up the simulation models for the two cases to be studied, i.e. a 3-DoF and a 6-DoF motion platforms. How this is accomplished is dependent on the particular design of the real MP. For the sake of brevity, we cannot include a full description of these two motion platforms. Instead, we will describe their main features and summarize their motion envelopes.
The first MP is a 3-DoF (T1R2) parallel manipulator with heave-pitch-roll degrees of freedom (figure 5). The second motion platform is a full 6-DoF (T3R3) Stewart-like parallel manipulator ( figure 6).
The T1R2 manipulator consists of 3 motors, 3 connecting rods attached to the motors axes (conceptually this represents a revolute joint with respect to the motor body), 3 pistons connected to the rods by means of 3 ball-and-socket joints, and 1 moving base connected to the pistons by means of 3 more ball-and-socket joints. The moving base is also connected to a splined shaft through a prismatic-universal joint. Figure 2 shows the associated CAD model. The splined shaft can be (although this is not part of the kinematic design) equipped with a spring to help support the weight of the moving base.
The T3R3 design is different, but its constraint structure is very similar. This manipulator uses 6 motors, 6 connecting rods attached to the motors axes, 6 pistons connected to the rods through 6 ball-and-socket joints, and 1 moving base connected to the pistons through 6 more ball-and-socket joints. Figure 7 shows the CAD design for this MP. The main differences between the two designs are the number of motors, the absence of a vertical splined shaft in the T3R3 design, and the points where the pistons and the moving base link. The motion envelopes of these two parallel manipulators are given in Table 1 and  in Table 2 , respectively. 
CAD models
The physical characteristics of a motion platform include the positions, dimensions, masses and inertias of the platform components. Positions and dimensions are defined within the CAD model. Masses can be set directly via XML files. Inertias are computed internally by measuring the platform components volumes (assuming a constant density).
All these magnitudes are set to representative values, which can be seen in Table 3 and  Table 4 for both of the real MP being analyzed. As positions and dimensions are implicitly defined within the CAD model, we only show the masses. The load is a variable parameter that can be set to any value, depending on how much weight the motion platform is trying to move. In these tests, we have used a real load of 100.0 Kg with a cubic shape of 1 m 3 .
Tuning of Virtual Motors
The virtual motor model uses four parameters: motor maximum torque and the three PID controller parameters: Kp, Ki, and Kd. The maximum torque is a feature of the motor and it is estimated from the real motor including the motor-reduction unit. This value establishes a limit for the torque that the motors can supply to the connecting rods.
The tuning of the PID controller involves finding appropriate values for the parameters Kp, Ki and Kd. Although this process can be automated by the use of the Ziegler-Nichols [2] method, we opted to employ a manual tuning process. The reason is that we want to tune the motor model to resemble the real motor (even if the tuning of the real motor is poor). If the real motor uses a PID controller (as in our case ), then it is helpful to use the existing values of the controller parameters as a starting point for the tuning of the virtual motors. However, the virtual and real motors are not exactly equal (because the virtual motor is a simplified model) and, therefore, its controller parameters may differ. The main factor in this tuning process is the load that the motors must move, which should be similar between the virtual and real systems. If the real motors do not use a PID controller, then the manual tuning process is the same, but without an initial guide to the values of Kp, Ki and Kd. The tuning of the PID controller is accomplished using an iterative process with the goal of achieving a rise-time and a steady-state error similar to the real motors. To do this, we measured these two quantities by applying 0 o -90 o and 90 o -0 o excursions to the real motors (with a load applied), and tune the virtual motors to behave similarly. The resulting parameters for the virtual motors are shown in Table 5 and Table 6 , respectively. It is assumed that the load weight is equally distributed and, therefore, all the motors support the same average weight, so all the motors model can be set up with the same values.
Description of the Test Vector Signals
A validation process has been applied to both MP models analysing each individual DoF independently. In the case of the T1R2 manipulator, the heave, pitch and roll degrees of Common test signals have been used to perform the validation, i.e. sine and step signals. A sine signal provides a smooth continuous motion, while the step signal produces transient motion. The issue with these signals is that they are useful to analyse information in the time domain, but provide limited information in the frequency domain. To address this shortfall, a sine-chirp signal (a sine wave with increasing frequency) and a square-chirp signal (a square wave with increasing frequency) have also been employed. Using this signals, we can compare the motion platforms with the virtual simulation in both time and frequency domains with the same test signal. The form of the chirp functions is shown below where maximum amplitudes for each function, A, are set approximately equal to the maximum amplitudes of the degree-of-freedom being tested.
Where A is the amplitude of the signal, f 0 the initial frequency, and r is the rate of change of the signal frequency. The signal properties are shown in Table 7 and 8, respectively.
An external application was used to feed inputs into both the VMP and the real MP and also to read outputs from both the VMP and the real MP. This external application provides inputs such the target motor angles and reads the outputs such as the current motor angles.
Validation Results of the Virtual Motion Platform
The validation process compares the output of both the virtual and the real motion platform when they are executed with the same test vector signals described in the previous Figures 8 and 9 show a comparison of the heave displacement response of the real T1R2 motion platform against the virtual platform for the sine-chirp and square-chirp functions respectively. Blue line represents the inputs provided over both virtual motion platform and real platform. Green line represents the response achieved in the real system. These values are calculated directly from the encoders of the engines in the platform. Finally, the red line is the output achieved in our virtual motion platform. It enables the reader to compare the response of our VMP against the response of the real platform. Similarly, Figures 10 and 11 show a comparison of the pitch angle response of the real T3R3 motion platform against the virtual platform. It can be seen, that in both cases, the simulated and real outputs match. Moreover, from the analysis in the frequency domain, it has been checked that frequency response is also very similar. Both tend to have progressive gain attenuation as the signal frequency is increased. This reflects the typical low-pass frequency behaviour exhibited by many mechanical systems. The effect is somewhat different for each degree of freedom, but in all cases a sharp attenuation is found above 2 Hz.
In both cases, and in all DoF, the simulated output is not more than 2.8% greater or lower on average, than the real output. This number is calculated by average difference between green line and red line available in Figures 8 -11 . This 2.8% is more than enough for our purpose which is the testing of washout algorithms in order to enhance the immersive experience of the users of simulators. However, we acknowledge that it may be not enough for other contexts like for example remote surgery and this is something that we are addressing right now.
Conclusions
In this paper, we described an architecture for simulating motion platforms. This simulator is extensible and enables the simulation of various different types of motion platforms mechanisms (e.g. 3DoF and 6DoF). Its use has the potential to significantly reduce the costs associated with designing motion platforms and may also reduce the chances of discovering issues with the platform design once they are deployed. Moreover, the simulator avoids damages and reduces component wear during the design and testing phase and additionally, alleviates any health and safety concerns related to live testing of prototype motion platforms. The simulation model has been validated against real motion platforms. The validation results indicate that the simulator is able to emulate real motion systems with an average error of less than 3%. This result verifies that our simulator allows the use of a virtual motion platform as a direct substitution for the real one during the design and testing phrase of a prototype motion system. Future work should address the development of an automated method of importing the CAD model of the associated motion platform, into the VPM. Further improvements could also be made to the visual simulation of the VPM. Another line of research is the definition of an improved virtual motor controller to achieve a simulation error lower than the 3% currently achieved. Finally, we would like to accelerate the simulation by using GPUs in order to increment the performance.
