n interlocking-which is designed to guarantee the safety of train movements-is an extremely complex distributed system. The behavior of such a system-and thus its correctness-is hard to understand and even more difficult to A analyze. Recoffnizing that verification of safety requirements This study evaluates the ability of EjcSpect, a in such a system would not be possible without a way to formally describe system behavior, the Dutch railway company, Nederlandse Spoorwegen, designed a set of formal languages, called the Interlocking Specification Language,' also known as Euris.2
general-purpose tool, based on the theory of Pem nets, that combines a graphical user interface for specifying and many types Of distributed SYstemswith analysistools forverifylng Figure 1 . The logical-element connection layout of a simple route connecting a track and two signals. The LECL is at the route level of abstraction in an ISL specification. the properties of such systems.
The goals of the study were to investigate to what extent NS engineers could use ExSpect to improve simulation and verification in ISL and to evaluate the strengths and weaknesses of ExSpect in an interesting real-world application. Many constructs in ISL map almost directly to ExSpect constructs. Thus, the study also laid the foundation for an ISL-to-ExSpect compiler.
The study revealed that ExSpect has many advantages over ISL in simulation. It also revealed that we cannot yet verify any safety properties of an interlockmg. First, it is not clear exactly what the safety requirements of an interlocking are, as they are described in ISL. Second, and more compelling, a railway interlockmg specification is far too complex for formal verification with current technology.
We did, however, learn some interesting things about ExSpect's abilities and gained much insight into possible extensions.
Interlocking Specification Language
ISL consists of four graphical sub language^:^ one that specifies track layouts, one that specifies element-connection layouts, one that specifies logical elementxonnection layouts, and one that specifies logic sequence charts.
The first three sublanguages are used to describe how routes are built from generic elements such as signals, points, and track segments. LSCs describe the elements themselves. Every generic element is specified by one or more LSCs.
Thus, although ISL has sublanguages for four levels of abstraction, only two levels are fundamentally different-the LECL level and the LSC level-and so only these two are of interest in simulation and verification.
LOGICAL ELEMENT-CONNECZION LAYOUTS
An LECL is constructed from six basic blocks: signal, point, track, approach-monitoring element, approachsignaling element, and signal-clearance-delay element. The first three elements need no explanation. The other three elements are related to warning devices. In our study, we analyzed a simple LECL that consisted of only signals and tracks.
The building blocks form the static component of a route specification. Telegrams form the dynamic component. Telegrams are used to represent control flow and data flow. In the context of ISL, control flow is the flow of events; data flow is the exchange of information among elements, human operators, control equipment, and track-side devices such as physical signals or points. Figure 1 shows the LECL of avery simple route. From left to right, the route contains a signal, a track element, and another signal. Each element has its own graphical symbol; each symbol has a unique reference number, which is shown at the top of the element. As the figure shows, a signal symbol has reference number 1; a track symbol has number 3 . Furthermore, every element in a route description has a unique identifier, which is shown a t the bottom of the element. The leftmost signal, for example, has the identifier 12. The identifier can be a single number or a number-letter combination.
As the figure shows, each element has pins that connect to its neighboring elements, as well as to the control level and the track-side devices. Information is exchanged through these pins in the form of telegrams. Pins to the control level and track-side devices are depicted by the arrows on the upper and lower side of the element, respectively. Pins to the control level model the interface to the operators and the computers that monitor and control train traffic along the route. Pins to the track-side devices model the interface to physical points and signals, for example.
Pins that serve as the connection points to other elements have a two-character identifier that consists of an N (entry pin) or an X(exit pin) and an a, b, c, or d, corresponding to the sides of an element. Telegrams may enter an element only through an entry pin and exit an element only through an exit pin.
The side from which a telegram enters an element determines the direction of the telegram inside that element. The behavior of a telegram may depend on its direction. Figure 1 shows that an element does not There are rules for connecting elements in an LECL. Obviously, exit pins of one element must be connected to entry pins of another. There are also some limitations concerning the side identifier of pins, but they are not important for this study.
This description of LECLs shows that it is both possible and meaningful to simulate their dynamic behavior. Using simulation, LECL designers can investigate the flow of telegrams, timing properties, and properties about the state ofindividual elements or the entire route. Figure 2 shows a detailed fragment of an LSC taken from the specification of an ordinary track element. The top of an LSC contains all variables and parameters. The left and right sides contain entries and exits for telegrams from and to different directions. The fragment in Figure 2, for example, has an entry for telegram BO 1 from either direction a or b and an exit for telegram B 0 2 to either direction. T h e BO * telegrams control route release after a train has passed. A route that has been released becomes available for another train.
LOGIC SEQUENCE CHARTS
The horizontal and vertical lines in the LSC depict the flow of telegrams. The line of flow can be interrupted by several operations on variables and telegrams; it can branch or terminate, and two or more branches can join into a single line. An average LSC has 20 to 30 variables and 30 to 60 entries (plus the same number of exits) for telegrams.
Variables
Most of the variables in an LSC are Boolean. Some are of a special kind. Variables marked with an exclamation mark correspond directly to a track-side device. The variable TSU in Figure 2 , for example, corresponds to a sensor in the physical track section and represents whether or not "Track Section Unoccupied'' is true. A variable marked with @ is a timer that, depending on its value, periodically generates telegrams. TPC is one such variable, which generates the Train Protection Control telegrams that are part of the automatic train-protection system. The variable % is a logical variable that contains the direction of the telegram.
Not shown in Figure 2 is a variable marked with [ Tests may influence the flow of a telegram. Depending on the result of a test, a telegram can proceed in different ways or it may terminate, which is an implicit operation. Figure 2 shows an example of a termination that depends on the value of TPO (automatic Train Protection On). If the test depicted below TPO succeedsthat is, if TPO is true-the telegram may proceed; otherwise it terminates. A telegram also terminates when the line of flow ends.
Other implicit operations include a telegram's change of name or direction. In Figure 2 , a BO1 telegram changes into a BO2 telegram if it does not terminate inside the LSC. Similarly, a telegram may enter an LSC from one side and leave from another. Such implicit operations are important in the context of simulation because they must be made explicit.
One last, but very important, operation is telegram generation. As we described earlier, a variable marked with @ is a type of timer. More specifically, it is a Boolean variable that periodically generates a telegram starting when its value is set to true. It stops when its value is reset to false. A telegram that is generated in this way enters the LSC at a unique position marked by @> in the column below the variable. From there, it follows the line of flow as an ordinary telegram. In Figure 2 , the B 0 1 telegram may start the B 0 5 and TP C timers. The B 0 5 timer periodically generates B 0 5 telegrams as long as its value is m e . The TPC timer generates Train Protection Control telegrams. A telegram that is generated by any of the timers in Figure 2 starts in another part of the LSC (not shown in the figure) .
Simulation constraints
This description of LSCs should make it clear that they can be simulated in a meaningful way. By simulating and verifying LSCs, designers can determine the properties of the individual elements that make up the LECLs. Ideally, a designer should be able to switch between the LSC and LECL levels in one simulation session.
ISL makes one very important assumption that affects simulation and verification, however: At any point, at most one telegram is assumed to be active in one LSC, Multiple telegrams may be active, as long as they are active in different LSCs.
This assumption is essential for determining the correct behavior of a system. It also means that some priority or scheduling mechanism is needed for the telegrams entering an LSC from other elements, the control level, and the track-side level, as well as for the telegrams generated internally.
ExSpect
ExSpect is based on high-level Petri nets, which extend place/transition nets (described in the box on pp. 54-55), to data, time, and hierarchy.s
DATA
T o extend P/T nets to data, in ExSpect, tokens have both types and values, often called colors in Petri-net literature. 6 In addition, each place in the net has a type that restricts the type of tokens allowed in that place. When a transition fires, the number of tokens produced and their value is determined by the value of the consumed tokens.
The traffic-light example given in the box on pp. 54-55 is also suitable for showing the use of data. Now it is no longer necessary to have separate places for each color of the light. Instead, you can store the color in the tokens in the net, defining the type color and its constants as follows. ExSpect also lets you hide the implementation of type c o 1 o r, thus turning it into an abstract data type. This means that only the constants green, yellow, and red can be used as elements of type c o 1 or. Other strings are not allowed. Figure 3 shows how the traffic lights at a crossing would be specified. The two crossed circles are stores; each store contains exactly one token. Every time a transition consumes this token, it must be replaced with a new one. This requirement is depicted graphically with a bidirectional arrow.
Since stores are places, they must have a type. The two stores in Figure 3 are of type c o 1 o r. A store can be considered a variable as it occurs in, for example, a C or Pascal program or in an LSC. The two other places are of type token, which contains onlyonevalue tokenval.
In colored nets, the number of tokens consumed and produced by a transition and their values may depend on the value of the input tokens. Therefore, ExSpect generalizes transitions to processors. The behavior of processors is specified in a functional language.3 T h s language has functions to test and modify the value of the tokens. It also has a conditional statement that is used to vary behavior according to the values of the tokens.
It is not always necessary to specify every processor. For example, in Figure 3 , the two processors y2 r 1 and y2 r 2 are instances of the processor y 2 r , which is specified as proc y2r
[store col: color, out s: token I
The specification of y2 r states that it is connected to one store c o 1 of type c o 1 o r and one output place I s of type t o k e n . It also has a precondition saying that the value of the token in c o 1 must be y e 11 ow. If the precondition is satisfied, the processor may fire, consuming the token in the store. Upon firing, it produces two tokens, one in c o l with value r e d , and one in s with value t okenval. Informally, the processor may fire only when the traffic light is yellow. As a result of firing the processor, the traffic light turns red, a t the same time signaling the other light that it may turn green.
The specification of the other processors is very similar and so is omitted.
The specification of y2 r does not contain a conditional statement. This means that its behavior does not depend on the values of the consumed tokens. Consequently, it is very similar t o the transitions in P/T nets.
For this reason, a processor whose behavior is not conditional is often called a transition. This class of processors is important because we can apply analysis techniques like S-and T-invariants to ExSpect specifications only if the specification consists entirely of transitions. ExSpect has a tool to transform any specification into such a transitions-only specification with the same dynamic behavior.
TIME
To extend P/T nets t o time, ExSpect assigns every token a time stamp, indicating the time the token becomes available for consumption. A processor is enabled, only if in every input place at least one token is available for
Understanding Petri nets
Petri nets were first introduced in 1962 by Carl Adam Petri.' Since then Petrinet theory has been extended in many ways and applied to many kinds of problems. Its popularity is due to both its easy-to-understand graphical representation of nets and its potential as a technique for formally analyzing nets. In recent years, interest has increased because of the many automated tools being developed that are based on Petri nets.
I

How IT WORKS
T o explain the basics of Petri-net theory, we consider a street crossing, where each street has a traffic light. T h e two lights perform their greenyellow-red cycle more or less autonomously. However, before turning green a traffic light needs an incoming synchronization signal from the other light indicating that it turned red. This guarantees that always one of the two lights is red. A transition can fire, or is enabled, if each input place has at least as many tokens as there are arrows from this place to the transition. Upon firing a transition, for every arrow from an input place to the transition, one token is taken from the input place. Furthermore, for every arrow toward an output place, one token is added to the output place.
The structure of a P/T net, its initial marking, and the firing rule uniquely determine the dynamic behavior of a P/T net. Tokens taken from an input place when firing a transition are often -consumption. A transition fires as soon as it becomes enabled. Upon firing, output tokens to ordinary places can be given a delay using the d e 1 a y statement. Tokens to stores may never be delayed, because there must always be exactly one token available in a store.
You can delay the output token in the specification of processor y2 r by applying the delay statement proc y2r
[store col: color, out s: token I pre col = yellow] := col < -red, s < -tokenval delay 2
As a result, when the first traffic light turns red, the second light does not turn green immediately, but only after a delay of two time units. Thus, a margin is built called commed tokens; tokens that are added to the output places are called produced tokens.
Returning to Figure A, we can now explain the behavior of the net. Initially, there are tokens in the places red 1 and red 2, indicating that both traffic lights are red. Since there is also a token in s 1, the transition r 2 g 2, which should be read as "red-to-green-two," is enabled. This means that the second traffic light is allowed to turn green. If the firing rule is applied, the tokens in places s 1 and red 2 are consumed and one token is added to place gre2. T h e light has turned green. As a consequence, transition g2y2 is enabled. The second traffic light may turn yellow. After applying the 6ring rule two more times, the second traffic light has turned red again: There is a token in place red2. As the light turns red, a token is produced in place s 2, thus enabling transition r 2 g 1. This means that the first traffic light can now turn green starting its green-yellow-red cycle. T h e behavior as described above repeats itself periodically, an unbounded number of times.
hALYSIS TECHNIQUES
Since the introduction of Petri nets, many analysis techniques have been in, allowing all cars that are still on the intersection to cross safely.
You can also specify the time a traffic light must stay green, yellow, or red. However, since tokens in a store may never be delayed, you must add extra places.
The extension to timed nets still lets you use S-and T-invariants, because any invariant of a P/T net is still an invariant of a timed variant of the net. The reason is that these invariants depend on the causal relationships between the transitions in the net, and are independent of the specific times at which transitions fire. However, a timed net may have invariants that the untimed version of the net does not have because delays may disable certain firings that are enabled in the untimed net. A place invariant, or S-invariant, is a weighted set of places, such that the weighted sum of tokens in these places is constant. That is, the weighted sum of tokens is independent of any firing.
S-invariants can be used to verify many useful properties of system specifications. The crossing in Figure A has, for example, the following S-invariants:
The first and second invariant show that both lights are either green, yellow, or red. Not really a surprising result. T h e third invariant, however, implies that always at least one of the traffic lights is red. This is a critical result because it shows that the street crossing is safe.
A useful characteristic of S-invariants is that you can calculate them in a straightforward way using linear algebra.2 Thus, it is relatively easy to implement the calculation of S-invariants in a tool to automatically verify system properties.
Another common analysis technique is the transition invariant, or T-invariant. A T-invariant is a weighted set of transitions, such that all weights are nonnegative and the marking does not change when all transitions are fired as many times as their weights. That is, the state of the Petri net does not change. Figure A is r2gl+g2yl+y2rl+r2g2+g2~2+~2r2 which means that the traffic lights return to the initial state each time both lights have performed their greenyellow-red cycle. Like S-invariants, T-invariants are well-suited for the automatic verification of system properties. 
A T-invariant for the net in
HIERARCHY
The last extension to P/T nets ExSpect provides is hierarchy, a feature essential to the design of complex systems. Starting from a high level of abstraction, designers can gradually add more detail to a specification, thus limiting the amount of detail they must cope with at once. For the street-crossing example, a high-level abstraction would be to simply define a crossing as consisting of two traffic lights that each have a color and are synchronized to avoid unsafe situations. The exact implementation of a traffic light is not yet important at this level. Figure 4 shows this level of abstraction graphically. It adds one new element of ExSpect, systems, which are depicted by squares. A system can be considered a high-level processor that itself must be specified in terms of places, processors, and lower level systems. In the example, t 1 1 and t 12 are instances of the system t 1, which models a traffic light.
An important part of defining a system like t 1 is to define its interface to the environment, which can be done using pins. Pins in ExSpect are similar in function to pins in ISL: They connect a system to its environment and are used to exchange information by means of tokens. Pins have types and must be connected to places or stores of the corresponding type when a system is used as part of a specification. There are three types of pins: input, output, and store. These correspond to input places, output places, and stores, respectively, and are depicted by circles containing an i, 0 , or s. Figure 5 shows the specification of the system t 1, which models a traffic light.
T o calculate place and transition invariants, ExSpect unfolds a hierarchical net. In unfolding, each system is replaced with its implementation, yielding a net that consists only of processors. ExSpect then automatically transforms the result to a net that consists of transitions only. The result of unfolding the net in Figure 4 is the net in Figure 3 .
Translating ISL to ExSpect
As explained earlier, an ISL specification has both a static component, LECLs and LSCs, and a dynamic component, telegrams. In translating ISL to ExSpect for the case study, we Mapped ISL telegrams and data types to ExSpect tokens and data types. Figure 6 shows an ExSpect specification of the LECL in Figure 1 . Each generic element in the LECL corresponds to a system in ExSpect. Because an LECL can be built hom six generic elements, there are potentially six ExSpect systems. Two of these appear in the example: signal and t rack. (The two signals are instances of one generic system signal.)
MAPPING LECLs TO EXSPECT SYSTEMS
The pins of the LECL elements translate to ExSpect pins. An entry pin Na of an element in an LECL becomes an input pin ai n of the corresponding ExSpect system; an exit pin Xb becomes an output pin bout. These pins must be specified in the system definitions. In Figure 6 , they appear implicitly as places. The place b s 1-at, for example, connects the output pin b o u t of signall to the input pin ain of track. Through these places, the LECL elements exchange telegrams.
LECL elements also have pins to the environment, which consists of the control level and track-side devices. For simplicity, we make no distinction between the two parts of the environment in Figure 6 . Each ExSpect system has an external input place for receiving telegrams from the environment and an external output place for sending telegrams to the environment.
In ISL, the LSCs that implement an LECL element might have variables that the environment can access but that are not visible at the LECL level. Because these variables involve some form of communication with the n environment and because we want that all user interaction during a simulation session takes place at the route level, in the translation to ExSpect, we made such variables visible at this level. In Figure 6 , for example, they appear as stores. The store T SU 1 corresponds to the variable TSU (Track Section Unoccupied) of the leftmost signal. A signal is connected to more stores than the two stores that are shown-which is indicated by the unconnected bidirectional arrow.
CREATING AN INTERMEDIATE LEVEL
In an LECL, each of the six generic elements is implemented by one or more LSCs. Therefore, it is logical to implement each of the corresponding ExSpect systems by a lower level net that is a translation of the LSCs. However, we must consider the ISL restriction that only one telegram can be active w i h n an LSC. In ExSpect, you must enforce this restriction explicitly, so we created an intermediate level that would provide an appropriate scheduling mechanism.
This level is shown in Figure 7 as the implementation of the t rack system in face and trackLSC.-TrackLSC isatranslationofthe LSCs that specify the LECL's track element. It is connected to the system inter f ac e and to two store pins. These pins are connected to stores PSO and TSUt, which are at the LECL level.
In track, interface is connected to the input pinsain, b i n , andextin-t andoutputpins aout, bout, and extout-t. As we described earlier, these pins connect to places (in Figure 6) b s 1-a t , as 2-b t , extin-t, at-bsl, bt-as2, andextout-t, respectively. Because a track element does not have pins for sides c and d, and in t e r fa c e must be generic for all LECL elements, the implementation of track contains dummy places c d i n and c d out.
Interface itself must be implemented, but we do not have room to give a complete ExSpect specification of this system here (although we have published it and have it online7). Instead, we give an overview of its main features. Interface hasasubsystem scheduler that takes care of scheduling incoming telegrams and telegrams that are generated internally such that at most one telegram is active in t r ac kL S C . ISL does not specify a scheduling algorithm, so by implementing the scheduling algorithm in a separate ExSpect system, it is easy to experiment with different algorithms.
In the study, we decided to give priority to telegrams generated internally and to store incoming telegrams in a FIFO queue. Scheduler uses the place check to test timer variables inside t r a c k L S C (whose values may cause t r a c kL S C to generate telegrams) periodically. The time period is a parameter of the specification and is predefined in ISL. If a timer variable has the appropriate value, a telegram is generated and allowed to proceed immediately until it leaves t r ac kLS C via LSCout 
TRANSLATING LSCs
Translating the LSCs used to build the six generic elements is straightforward. Because each LSC essentially consists of operations on variables and telegrams, we translate each operation to an instance of an ExSpect processor. Figure 8 shows the result of translating the LSC fragment in Figure 2 .
A telegram enters the LSC through the pin L s c i n .
T h e processor I n S w i t c h then tests the telegram's name and moves it to the corresponding place. When a processor receives a telegram from its input place, it performs an operation on either the telegram or a variable (store), and then moves the telegram to one of its output places. Since ExSpect often has more than one symbol for each element of a specification, we use a square with a filled triangle in its bottom right corner for processors that test only values and a triangle for processors that change values. When a processor tests the value of a variable to determine in what direction the telegram should proceed, the telegram normally follows the solid line if the test yields true, and follows the dashed line otherwise. A telegram may either terminate or leave the L s c via a NAMEout pin, where NAME is the name of the telegram. In the figure, BO2out is such a pin. All NAMEout pins are connected to the place LSCout at the intermediate level.
An LSC has several implicit operations that we made explicit in the translation to ExSpect. In Figure 8 , for example, before a BO 1 telegram leaves the LSC, the processor SetNameB02 sets the name of the telegram explicitly to B 0 2. Another possibly necessary operation is to set the current direction of a telegram to the side from whch the telegram must leave the LSC. In the figure, thls operation does not appear because the side from which BO 2 leaves is the same as its current direction.
The figure does not show how telegrams are generated in an LSC. Variables that have a name with suffix "per" may, depending on their value, periodically generate telegrams. We accounted for this by adding a subsystem that has pins connected to c h e c k and c h-ne g at the intermediate level, to the associated variable, and to one ordinary output place. If a token is received via check, the subsystem tests the value of the associated variable and either generates a telegram or returns a negative acknowledgment via ch-neg.
Simulation
As mentioned earlier, we took a fragment of ISL to simulate and analyze in ExSpect. We did thls in part to compare ExSpect's simulation ability with that of an ISL simulation package developed by NS. Figure 9 shows a snapshot of a simulation session. The window in the center of the screen shows the route depicted in Figure 6 (which is the translation of the LECL in Figure 1 ). There is one token (telegram in ISL terminology) in place b s l -a t and two tokens in e x t out-s 1. In addition, each store contains one token.
SIMULATION IN EXSPECT
Because most of the communication is between the two signals and the track segment, the history of the placesbsl-at, b t -a s 2 , a s 2 _ b t , a n d a t -b s l a s well as the last token that resided in these places is shown in the windows around the center window. The window titled F i r s t o f b s 1-a t, for example, tells us that the token in b s 1-at is an A03 telegram, which is represented by a 3 in the name field. Furthermore, it has direction b, represented by 2, and a data set that consists of only one element RT (Route Type) which is equal to 1, indicating that a normal route is being set. The window b s 1-at shows that this telegram is the only token of the history of b s 1-a t. The time at which it becomes available for further processing is 4.4 seconds after the start of the simulation. The clock at the top of the screen shows that the simulation time at the time of the snapshot was 3.5 seconds. The window in the top-left corner of the screen contains all the information of the simulation in a textual format.
As this explanation of a simulation session shows, ExSpect lets you visualize the flow of tokens (telegrams), their timing behavior, and their contents. You can display the contents of an arbitrary token just by clicking the place in which it resides, provided it is the last token that entered the place.
You can access the entire hstory of a place via mousedriven menus. You can add or delete tokens from places to change the course of the simulation interactively.
0
Perhaps most important, you can switch between hierarchical levels at any time during the simulation. By clicking the system t rack, for example, its implementation appears in a separate window. In this way, you can switch between any two levels, such as between the route level and the LSC level, whenever you want.
SIMULATION IN THE 1% PACKAGE
T h e NS design and simulation package for ISL specifications is used to design both LSCs and L E C L S .~ T h e ISL package uses the ACE+ computer-aided design software as a front end graphical design package and automatically translates the results to the Interlocking Design and Application Language (Ideal for short), a textual intermediate language.
NS has also developed a compiler that translates the 
General enhancements
The study revealed several ways we acIy)ss
COMPARISON
We believe ExSpect has two major advantages over the ISL package developed by NS. First, in ExSpect, designers can switch between levels. Therefore, an ISL specification can be simulated at both the route (LECL) and element (LSC) levels. Second, ExSpect is based on the theory of Petri nets, which provides techniques for formal analysis of ISL specifications.
Minor advantages include the ability to visualize the flow of telegrams and to experiment with different scheduling algorithms.
The main advantage of the NS ISL package is that it is better suited to design LSCs. During simulation, it uses colors to identify states of elements in a route and thus presents a higher level view of the state of a route than ExSpect, which is easier to understand for nonspecialists.
Formal analysis
Although simulation was an important goal in the study, it was not the main one. The main reason for investigating the possibility to translate ISL into ExSpect is that ExSpect is based on a solid mathematical theory.
This may be a basis for formal analysis and verification of railway interlockings. Figure 10 shows yet another specification of the street-crossing example depicted in previous figures. At the highest level in Figure loa , only the color red is visible. Green and yellow are hidden inside systems t 11 and t 1 2 , which are instantiations of the system t 1, which is shown in Figure lob . It is easy to verify that t 1 has the following S-invariant:
for some constant c determined by the marking of the pins when connected to places. Because the places in this invariant contain only pins, you can use the information to determine invariants a t the higher level. Consider the following equation: which is an invariant of the traffic light (see Equation l). The same result is obtained for t 12. Therefore, Equation 2 is an invariant of the entire system: At any time at least one of the two traffic lights is red. It seems relatively easy to generalize this example to arbitrary hierarchical nets, and it appears straightforward to implement the strategy in ExSpect. S-invariants must be calculated only once for each system definition, thus speeding up the calculation, and simplifymg the presentation of invariants to the user. Unfoldingfinite color sets. Although data can be used to simplify many specifications, it complicates specification analysis. However, for analysis, we could automatically transform a specification to an equivalent specification using less data or even no data at all. As the following example shows, you can often remove finite data types from a specification through a transformation called unfolding.
T o illustrate, consider the specification depicted in Figure 3 Fault-tolerance analysis. In the current ISL specifications, some fault-tolerance is already built in, but on an ad hoc basis. For example, a track section is assumed to be unoccupied only if two conditions are satisfied: There is no train physically detected on the track section, and the track section is logically unoccupied (according to the control logic of the signaling protocol, there is no train on the section). A formal approach to fault tolerance seems necessary to maintain the strict safety requirements of railway interloclungs.
