Sviluppo e validazione di un simulatore di assetto e sottosistemi di bordo per un veicolo spaziale provvisto di propulsione elettrica by RUGGIERO, ANDREA
Sviluppo e validazione di un simulatore di assetto e sottosistemi di bordo per un veicolo spaziale provvisto di 
propulsione elettrica 
  
   
 
106 
 
 
 
 
Appendici 
 
 
 
 
Appendice A 
da Mathematical Modeling of Earth’s Magnetic Field 
 Technical Note, Jeremy Davis, Virginia Tech, Blacksburg, May 12, 2004 
Appendice B 
[1]  da Atmospheric and Space Flight Dynamics – Modeling and Simulation with 
MATLAB® and Simulink®, Ashish Tewari Birkhauser 2007 
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A.1 magnet.m - calculates magnetic field strength in local spherical 
coordinates 
 
function [Br,Bt,Bp] = magnet(r,theta,phi,days) 
% Inputs 
% r Geocentric radius 
% theta Latitude measured in degrees positive from equator 
% phi Longitude measured in degrees positive east from Greenwich 
% days Decimal days since January 1, 2000 
% 
% Outputs - magnetic field strength in local tangential coordinates 
% Br B in radial direction 
% Bt B in theta direction 
% Bp B in phi direction 
% Checks to see if located at either pole to avoid singularities 
if (theta>-0.00000001 & theta<0.00000001) 
theta=0.00000001; 
elseif(theta<180.00000001 & theta>179.99999999) 
theta=179.99999999; 
end 
% The angles must be converted from degrees into radians 
theta=(90-theta)*pi/180; 
phi = phi*pi/180; 
a=6371.2; % Reference radius used in IGRF 
% This section of the code simply reads in the g and h Schmidt 
% quasi-normalized coefficients 
[gn, gm, gvali, gsvi] = textread(’igrfSg.txt’,’%f %f %f %f’); 
[hn, hm, hvali, hsvi] = textread(’igrfSh.txt’,’%f %f %f %f’); 
N=max(gn); 
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g=zeros(N,N+1); 
h=zeros(N,N+1); 
for x=1:length(gn) 
g(gn(x),gm(x)+1) = gvali(x) + gsvi(x)*days/365; 
h(hn(x),hm(x)+1) = hvali(x) + hsvi(x)*days/365; 
end 
% Initialize each of the variables 
% Br B in the radial driection 
% Bt B in the theta direction 
12 
% Bp B in the phi direction 
% P The associated Legendre polynomial evaluated at cos(theta) 
% The nomenclature for the recursive values generally follows 
% the form P10 = P(n-1,m-0) 
% dP The partial derivative of P with respect to theta 
Br=0; Bt=0; Bp=0; 
P11=1; P10=P11; 
dP11=0; dP10=dP11; 
for m=0:N 
for n=1:N 
if m<=n 
% Calculate Legendre polynomials and derivatives recursively 
if n==m 
P2 = sin(theta)*P11; 
dP2 = sin(theta)*dP11 + cos(theta)*P11; 
P11=P2; P10=P11; P20=0; 
dP11=dP2; dP10=dP11; dP20=0; 
elseif n==1 
P2 = cos(theta)*P10; 
dP2 = cos(theta)*dP10 - sin(theta)*P10; 
P20=P10; P10=P2; 
dP20=dP10; dP10=dP2; 
else 
K = ((n-1)^2-m^2)/((2*n-1)*(2*n-3)); 
P2 = cos(theta)*P10 - K*P20; 
dP2 = cos(theta)*dP10 - sin(theta)*P10 - K*dP20; 
P20=P10; P10=P2; 
dP20=dP10; dP10=dP2; 
end 
% Calculate Br, Bt, and Bp 
Br = Br + (a/r)^(n+2)*(n+1)*... 
((g(n,m+1)*cos(m*phi) + h(n,m+1)*sin(m*phi))*P2); 
Bt = Bt + (a/r)^(n+2)*... 
((g(n,m+1)*cos(m*phi) + h(n,m+1)*sin(m*phi))*dP2); 
Bp = Bp + (a/r)^(n+2)*... 
(m*(-g(n,m+1)*sin(m*phi) + h(n,m+1)*cos(m*phi))* P2); 
end 
end 
end 
[Br,Bt,Bp] = [Br;-Bt;-Bp/sin(theta)]; 
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A.2.1 IGRF g-coefficients after Schmidt quasi normalization 
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A.2.2 IGRF h-coefficients after Schmidt quasi normalization 
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B.1 MATLAB® function for Standard Atmosphere properties 
determination 
 
% Copyright Ashish Tewari (c) 2006 
function Y = atmosphere(h, vel, CL) 
R = 287;  
go = 9.806;  
Na = 6.0220978e23;  
sigma = 3.65e-10;  
S = 110.4;   
Mo = 28.964;  
To = 288.15;  
Po = 1.01325e5;  
re = 6378.14e3;  
Beta = 1.458e-6;  
gamma = 1.405;  
B = 2/re; 
layers = 21; 
Z = 1e3*[0.00; 11.0191; 20.0631; 32.1619; 47.3501; 51.4125;  
    71.8020; 86.00; 100.00; 110.00; 120.00; 150.00; 160.00; 170.00; 190.00; 
    230.00; 300.00; 400.00; 500.00; 600.00; 700.00; 2000.00]; 
T = [To; 216.65; 216.65; 228.65; 270.65; 270.65; 214.65; 186.946; 
    210.65; 260.65; 360.65; 960.65; 1110.60; 1210.65; 1350.65; 1550.65; 
    1830.65; 2160.65; 2420.65; 2590.65; 2700.00; 2700.0]; 
M = [Mo; 28.964; 28.964; 28.964; 28.964; 28.964; 28.962; 28.962; 28.880; 
    28.560; 28.070; 26.920; 26.660; 26.500; 25.850; 24.690; 
    22.660; 19.940; 17.940; 16.840; 16.170; 16.17]; 
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LR = [-6.5e-3; 0; 1e-3; 2.8e-3; 0; -2.8e-3; -2e-3; 
    1.693e-3; 5.00e-3; 1e-2; 2e-2; 1.5e-2; 1e-2; 7e-3; 5e-3; 4e-3; 
    3.3e-3; 2.6e-3; 1.7e-3; 1.1e-3; 0]; 
rho0 = Po/(R*To); 
P(1) = Po; 
T(1) = To; 
rho(1) = rho0; 
for i = 1:layers 
    if ~(LR(i) == 0) 
        C1 = 1 + B*( T(i)/LR(i) - Z(i) ); 
        C2 = C1*go/(R*LR(i)); 
        C3 = T(i+1)/T(i); 
        C4 = C3^(-C2); 
        C5 = exp( go*B*(Z(i+1)-Z(i))/(R*LR(i)) ); 
        P(i + 1) = P(i)*C4*C5; 
        C7 = C2 + 1; 
        rho(i + 1) = rho(i)*C5*C3^(-C7); 
    else 
        C8 = -go*(Z(i+1)-Z(i))*(1 - B*(Z(i + 1) + Z(i))/2)/(R*T(i)); 
        P(i+1) = P(i)*exp(C8); 
        rho(i+1) = rho(i)*exp(C8); 
    end 
end 
 
for i = 1:21 
    if h < Z(i+1) 
        if ~(LR(i)== 0) 
            C1 = 1 + B*( T(i)/LR(i) - Z(i) ); 
            TM = T(i) + LR(i)*(h - Z(i)); 
            C2 = C1*go/(R*LR(i)); 
            C3 = TM/T(i); 
            C4 = C3^(-C2); 
            C5 = exp( B*go*(h - Z(i))/(R*LR(i)) ); 
            PR = P(i)*C4*C5; 
            C7 = C2 + 1; 
            rhoE = C5*rho(i)*C3^(-C7); 
        else 
            TM = T(i); 
            C8 = -go*(h - Z(i))*(1 - (h + Z(i))*B/2)/(R*T(i)); 
            PR = P(i)*exp(C8); 
            rhoE = rho(i)*exp(C8); 
        end       
        MOL = M(i) + ( M(i+1)-M(i) )*( h - Z(i) )/( Z(i+1) - Z(i) ); 
        TM = MOL*TM/Mo; 
        asound = sqrt(gamma*R*TM);  
        MU = Beta*TM^1.5/(TM + S);  
        KT = 2.64638e-3*TM^1.5/(TM + 245.4*10^(-12/TM)); 
        Vm = sqrt(8*R*TM/pi); 
        m = MOL*1e-3/Na; 
        n = rhoE/m; 
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        F = sqrt(2)*pi*n*sigma^2*Vm; 
        L = Vm/F;  
        Mach = vel/asound;  
        T0 = TM*(1 + (gamma - 1)*Mach^2/2); 
        MU0 = Beta*T0^1.5/(T0 + S); 
        RE0 = rhoE*vel*CL/MU0; 
        RE = rhoE*vel*CL/MU;  
        Kn = L/CL;  
        Kno = 1.25*sqrt(gamma)*Mach/RE0; 
        if Kn >= 10 
            d = 1; 
        elseif Kn <= 0.01  
            d = 2; 
        else          
            d = 3; 
        end 
        Y = [TM; rhoE; Mach; Kn; asound; d; PR; MU; RE]; 
        return; 
    end 
end 
 
