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I. INTRODUCTION
The selection of products from a complex assortment such as financial services or digital cameras is still a challenging task for customers interacting with online selling environments. In many cases, those environments only offer simple query interfaces based on the assumption that customers know technical product details.
Recommender technologies [1] , [31] , [37] , [39] , [41] improve this situation by generating product proposals which are automatically derived from a set of given customer requirements. The three most well known approaches to the implementation of recommender applications are the following: collaborative filtering [20] , [36] relies on product preferences of a large set of customers. Recommendations are derived from preferences of a group of customers with similar purchasing patterns. Consequently, no deep knowledge about the product domain is needed in this context. When using content-based filtering [33] , recommendations are based on similarities between product descriptions and the preferences of the current customer. When a customer interacts with the recommender application, products are proposed that are similar to those the customer has liked in the past. Finally, knowledge-based recommender applications (advisors) [6] , [5] , [14] , [24] , [45] exploit deep knowledge about the product domain in order to determine recommendations. When selling, for instance, financial services, recommendations must adhere to legal regulations and suit the customers financial restrictions as well as their needs and wishes. Compared to customers purchasing simple products such as books or compact disks, customers purchasing financial services are much more in the need of information and in the need of intelligent interaction mechanisms which support the selection of appropriate solutions. Therefore, an explicit representation of product, marketing and sales knowledge [14] is needed. Such deep knowledge allows us (a) to calculate solutions which adhere to legal regulations, which are in the line with a company's marketing and sales strategy, and which suit the requirements of the customer, (b) to explain solutions to a customer, and (c) to support customers in situations in which no solution can be found. Primarily, knowledge-based recommender technologies can provide the formalisms that are needed in this context.
In this paper, we present the knowledge-based recommender environment CWAdvisor. The major innovations of this environment compared to other knowledgebased approaches [6] , [5] , [24] , [45] are the following:
• Graphical knowledge acquisition. CWAdvisor provides a graphical development and test environment for knowledge-based recommender applications [14] , [16] . This environment supports the design of knowledge bases (product, marketing and sales knowledge) and process definitions (intended behavior of the recommender user interface) on a graphical level (see Section II). Such an approach allows rapid prototyping processes by automatically translating graphical models into an executable application.
• Relaxations of filter constraints and repairs of inconsistent customer requirements. Model-based diagnosis techniques [11] , [35] can be used to actively support customers in situations where no solution could be found (see Section III): either by identifying minimal relaxations of filter constraints or by the determination of repair actions for customer requirements. Both can guarantee the identification of at least one solution.
• Personalization of sales dialogues and recommendation results. Recommender dialogues in CWAdvisor are based on a finite state model [16] which describes possible interaction sequences of a recommender application on a graphical level. Using such representations, the formulation of questions, answer alternatives, and explanations can be automatically adapted to the domain knowledge level and preferences of a customer. Furthermore, recommendations can be ranked using concepts of multi-attribute object rating [2] .
CWAdvisor has been successfully applied in domains such as financial services or electrical equipment. All these applications are based on one of the following basic scenarios:
• Consumer/Customer support. Similar to traditional sales channels, improved sales assistance generates added value for online customers. On the one hand, knowledge-based advisors allow an intuitive access to products for customers. On the other hand, sales representatives are relieved from routine advisory tasks which are taken over by recommender applications.
• Support of sales representatives. Sales representatives interact with advisors when preparing a sales dialogue or when talking to a customer. In this con- products which leads to sub-optimal offers. The goal here is to identify a solution which suits the needs, wishes, and financial restrictions of the customer and which is in the line with the sales strategy of the company.
The remainder of this paper is organized as follows.
In Section II we present the CWAdvisor environment. In Section III we give an overview of Artificial Intelligence (AI) technologies which ease the development of and improve the interaction with knowledge-based recommender applications. Section IV presents an evaluation of successfully deployed recommender applications. Thus,
we provide an overview of the CWAdvisor environment which is the result of long-term research in the areas of knowledge-based configuration [2] , [12] , [18] , model-based diagnosis [11] , [16] and knowledge-based recommender systems [14] , [16] , [22] . We focus our discussions (a) on basic principles of testing knowledgebased recommender applications, (b) on mechanisms supporting users in situations where no solution can be found, and (c) on experiences gained from commercial recommender application development projects.
II. CWADVISOR DESIGNER
CWAdvisor technologies can be used for a variety of tasks: the formalization of product, marketing and sales knowledge by non-programmers; the test of recommender knowledge bases; the mapping of customer requirements to a set of product properties; the repair of inconsistent customer requirements, and the explanation of solutions in order to increase a customers trust.
The major reasons for the application of CWAdvisor technologies in the financial services domain are the following:
• Solutions must be objective, correct, and explainable. This requirement makes approaches such as collaborative or content-based filtering not the best choice since, explanations in the form of repair proposals, for example, rely on the existence of a knowledge base.
• Typically, financial service providers want to develop and test recommender applications autonomously. Therefore, knowledge representations are needed which allow both an effective knowledge base design and the validation of calculated results by domain experts.
• Financial services recommendation is a complex task with a large number of constraints and possible solutions [14] . In such scenarios, a knowledgebased approach can significantly reduce the development efforts for recommender applications [17] . 
B. CWAdvisor Designer and Process Designer
CWAdvisor Designer is a graphical development environment for knowledge-based recommender applications (see Figure 2) . It is based on Java Web Start technology which provides an environment for deploying Java-based applications on a Web server and executing those applications on a corresponding client. Using CWAdvisor Designer, the relevant set of product and customer properties and constraints is identified and transformed into the formal representation of a recommender knowledge base [11] , [14] .
A recommender knowledge base consists of the fol- Apart from the description of the offered products, customer properties and constraints, a process definition is needed to complete the model of a recommender application (see Figure 3) .
A recommender process definition represents possible navigation paths which define the way the system adapts the formulation of questions, explanations, error messages, etc. to the knowledge level and interests of the customer. Such process definitions are based on the formalism of a predicate augmented finite state recognizer (PFSR) [16] . In such a PFSR, constraints describe transitions between different states (see Figure 3 ). Based on layout template definitions [22] , knowledge bases and process definitions can be automatically translated into an executable recommender application. 
C. CWAdvisor Test Designer
The increasing complexity of recommender knowledge bases makes quality assurance a critical task [26] , [34] . Mechanisms have to be provided which allow us to guarantee the correctness of calculated recommendations. In order to avoid situations in which inconsistencies are detected by a customer who interacts with the recommender application, the recommender development to our example, the number of relevant input sequences can be reduced to 4 (see Figure 5 ).
• Variables with no effects. In some situations, the advisor asks questions which have no influence on the recommendation. When recommending pension products, a customer may be asked to make a decision concerning returns on investment (annuity payment, singular payment). Since all pension products allow a decision to be made at the end of the investment period, the given answer does not have any effect on the recommendation. Therefore, test cases to the number of about 500-1000.
III. AI TECHNOLOGIES IN CWADVISOR
Using a knowledge-based approach, the relationship between customer requirements and products can be explicitly modeled [12] , [14] . Such a representation is the precondition for applying the technologies discussed in the following subsections.
A. Representing Recommendation Knowledge and Calculating Solutions
The first step when building an advisor is the construction of a recommender knowledge base which consists of two variable sets (V C , V P ROD ) and three sets of constraints (C R , C F , C P ROD ).
• Customer Properties (V C ) describe possible customer requirements, such as willingness to take risks (low, medium, high) or knowledge level (beginner, average, expert).
• Compatibility Constraints (C R ) are restricting the possible combinations of customer requirements:
not(willingness to take risks = low ∧ expected return rate = >9%).
• Product Properties (V P ROD ) describe possible product instances: product type (savings, bond, equity fund) or risk level (low, medium, high).
• Filter Constraints (C F ) establish the relationship between customer properties and product properties: knowledge level = beginner ⇒ risk level <> high.
• Allowed instantiations of product properties (offered set of products) are represented by constraints (C P ROD ) which define restrictions on the possible instantiations of variables in V P ROD .
In order to calculate recommendations (solutions), we have implemented a relational query-based approach 2 Relaxing Filter Constraints. Filter-based approaches have well-known limitations. In the case of inconsistent customer requirements, all products in the catalog are filtered out and no recommendation can be given. This problem is addressed in CWAdvisor using the concept of query relaxations in the sense of [19] , [29] , [30] . If none of the available products fulfills the conjunctive query that is constructed from active filter constraints, we trigger the calculation of a Maximum Succeeding Subquery (XSS): individual atoms are deleted from the conjunctive query in order to identify products that fulfill as many of the active filter constraints as possible. CWAdvisor implements a conflict-directed approach to the calculation of minimal relaxations of a given query. The computation of conflicts is based on the QuickXPlain algorithm [25] which solves a conflict detection problem using a divide and conquer strategy.
Preferences related to the elimination of filter constraints (priorities of filter constraints) can be defined a priori by domain experts. They know that most digital camera users would rather settle on a camera of a brand that is not their first choice than accept a camera with a different resolution. The second approach for determining preferences is to directly ask the customer during an advisory session. XSS calculation is based on the resolution of minimal conflicts [25] detected in a conjunctive query (implemented as a version of the standard algorithm for calculating hitting sets [35] ). All of our advisory applications follow the strategy of immediately computing an (optimal) relaxation when no product fulfills all customer requirements. An optimal relaxation can be determined by selecting those filter constraints with the minimum relaxation costs. Relaxation costs are determined by a corresponding cost function [23] . A simple cost function is, for example, the sum of filter priorities in a relaxation candidate, where higher values represent higher priorities.
Repairing Customer Requirements. There are domains in which filter relaxation is not possible or desirable. In many cases, filter constraints in the financial services domain cannot be relaxed for reasons such as legal regulations or quality aspects. Simply reporting retrieval failures without making further suggestions of how to recover from such a situation is not acceptable, however.
Therefore, we need to find out which requirements the customer is willing to change. We aim to find possible compromises (repair actions) that can be presented to the customer. Similar to the computation of filter relaxations, the identification of a minimal set of repair actions is based on the calculation of hitting sets [11] , [35] . The goal is to identify a minimal set of variable settings in a set of requirements that should be changed in order to find a solution. A simple example of the calculation of repair actions is shown in Figure 6 .
In this example, S ∪ C R has no solution because {r 1 , r 2 } ∪ C R and {r 1 , r 3 } ∪ C R are inconsistent and therefore both {r 1 , r 2 } and {r 1 , r 3 } induce a conflict [25] with the given compatibility constraints. Based on the hitting set algorithm [11] , [35] , we have to resolve each of the given conflicts: in our example we simply have to change the setting of the expected return rate. Consequently, one possible repair for S is to change the requirement r 1 :
expected return rate=>9% to r 1 : expected return rate=7-9%. This makes S' ∪ C R consistent (S' = {r 1 : expected return rate=7-9%, r 2 : willingness to take risks=low, r 3 : preferred investment period=shortterm}). Another repair alternative would be S' = {r 1 : expected return rate=>9%, r 2 : willingness to take risks=medium, r 3 : preferred investment period=mediumterm}.
B. Personalization
Personalized Repair Proposals. In cases where no solution can be found for a given set of customer requirements, CWAdvisor calculates a set of possible repair actions which allow the calculation of a solution. Different customer properties (variables) have an assigned priority (represented by a utility value) which indicates the utility of the variable for the customer. The lower the utility of the variable the higher is the probability that the variable is considered as the focus of repair actions, e.g., if the return rate is less important for a customer, this property is primarily considered as a potential candidate for repair actions, i.e., repair actions are adapted to the customer's preferences. Table I and Table II depict a simple example for personalizing repair actions depending on defined utilities for variables (customer requirements). Table I shows the utility of the variables rr (expected return rate), ip (preferred investment period), and wr (willingness to take risks) for customer 1 and customer 2 , e.g., the utility of the variable rr is higher for customer 2 . Table II depicts • Alternative formulation of questions. Questions posed to expert users can be differentiated from customer utility(rr) utility(ip) utility(wr) • Rule-based formulation of default answers. If the goal of the customer is to put money away for a rainy day the default answer to a question related to the maximum accepted decrease in value of the investment is no value decrease accepted.
• Alternative explanations for constraint violations. The score 9 for the dimension profit in Table III can be derived from the customer requirement expected return rate = >9% where the corresponding scoring rule for the dimension profit can be defined as (return rate = >9% ⇒ 9). 3 Another alternative is to weigh the interest dimensions conforming to an assessment provided by the customer. Values for s i (x) have to be defined at design time and manually specified for each product. Financial services can be ranked as follows (see Table III ) 4 : for customer 1 , g(savings) = 9*1 + 4*8 + 7*8 = 97, whereas for customer 2 , g(savings) = 6*1 + 5*8 + 1*8 = 54.
The utility of savings is higher for customer 1 than for customer 2 . 3 Note that the score related to an interest dimension (e.g., profit) is not necessarily based on a single requirement. 4 In this example, scores are taken from a scale between 0 and 10.
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related to filter conditions are predefined at design time. 
IV. EXPERIENCES FROM INDUSTRIAL PROJECTS

A. Digital Camera Advisor
In the domain of consumer electronics, customers are typically confronted with a large variety of products. per-click commissions of the enlisted online shops. The digital camera advisor project was not only initiated to provide a better service for experts, but also to support new user groups with less product domain knowledge. and which of the provided advisory features were most useful. Therefore, the key hypothesis of the evaluation was that advisor applications help users to better orientate themselves when being confronted with a large product assortment. We asked users whether they had noticed and used the advisor, and whether they had found the product they were looking for. The answers verified our hypothesis: a significantly higher share of users had successfully completed their product search among those who employed the advisor (χ 2 (1) = 9.39; p < 0.01) which demonstrates an interdependence between the observed variables (see Table IV ). Furthermore, we wanted to know which features of a recommender application users especially liked. Interviewees were asked to rate their subjective benefit from the different features of the application. Product comparisons on the result page and the easy and quick way to access the right products were rated highest (see Table V ). None of the results changed significantly when allocating the sample by gender, age or technical expertise. A study on consumer behavior in the interaction with knowledge-based recommender applications confirmed above results (for details see [13] ). This study was conducted within the scope of the COHAVE project 5 . Examples of results of this study are the following:
• Advisors supporting product comparisons clearly outperform advisors without this functionality (trust in recommended products was one of the relevant features herein). The reason for this lies in the lower mental workload of users when differences between alternatives are clearly presented.
• Knowledge-based advisors clearly outperform simple product lists regarding dimensions such as overall satisfaction with the advisory support or trust in recommended products.
• Finally, explanations of recommendation results significantly contribute to an increased perceived conformance between expected and recommended products.
B. Financial Services Advisor
CWAdvisor has been deployed for 1,400 sales representatives (insurance brokers and employees of the company) of one of the largest Austrian building and loan associations [14] 6 . In this context, financial ser- 
C. The Role of Knowledge Acquisition in Recommender Projects
Due to a lack of programming skills [21] , there is a significant discrepancy between technical experts who are able to create software artifacts and domain experts who are not. Consequently, domain experts without technical knowledge are in the position of being solely responsible for providing domain knowledge and knowledge engineers transform this knowledge into the formal representation of an underlying knowledge base.
This process is quite error-prone and is also known as the knowledge acquisition bottleneck. In order to reduce this bottleneck, our goal was to empower autonomous development and maintenance processes for end users. Such an integration of end users has great potential to significantly improve the effectiveness of recommender application development. Within the scope of the development of the CWAdvisor environment we took into account the following principles which are crucial for supporting effective knowledge acquisition and maintenance processes [7] , [8] :
• Rapid prototyping follows the principle of concreteness. The user immediately sees the effects of changing explanation texts, product properties, ima- • A flexible and simple graphical design of the intended behavior of the user interface protects the user from programming details. CWAdvisor provides simple modeling concepts that allow the explicit specification of the intended behavior of the recommender user interface (principle of explicitness). This approach also follows the principle of separating application logic design from implementation details.
• Effective test support follows the principle of immediate feedback. higher level of trust in recommendations, which is extremely important for our projects.
Our experiences show that all these principles are important for the development and maintenance of recommender knowledge bases. We compared time efforts needed for the development of advisors before and after In contrast to collaborative approaches, content-based filtering is limited in that it cannot provide serendipitous recommendations, because it selects and recommends all products based on content available from the current user [40] . In the case of collaborative filtering as well as in the case of content-based filtering, user profiles are long-term models. Both approaches [20] , [33] do not exploit deep knowledge about the product domain and therefore are excellent techniques supporting recommendation processes for simple products such as books or movies. A major strength of these approaches is that no additional knowledge acquisition and maintenance efforts are needed. Knowledge-based recommender technologies receive increasing attention in research [6] , [5] , [14] , [24] , [45] . In contrast to collaborative and content- [45] . A study conducted in the restaurant recommendation domain found that users needed fewer interactions to find a good restaurant when using a personalized conversational recommender than when using a non-personalized one [45] . Both natural language interaction [45] and result visualization [24] are not provided by CWAdvisor but are within the scope of future work. Compared to the approaches of [6] , [5] , [24] , [45] , CWAdvisor additionally provides a graphical recommender application development and test environment and supports the calculation of repair actions for customer requirements in situations in which no solution can be found. Both functionalities are extremely important when deploying knowledge-based advisors in industrial environments.
As mentioned in [5] , case-based reasoning (CBR) [27] , [48] can be interpreted as a specific type of knowledge-based recommendation approach. CBR is based on the concept of solving new problems on the basis of retrieving old problems likely to have similar solutions [5] . Case-based product retrieval searches in a database of product descriptions [3] , where the retrieval of product recommendations is based on the evaluation of similarity metrics, i.e., cased-based approaches are primarily not based on an explicit definition of a recommender knowledge base. An example for the application of case-based reasoning technologies in the financial services domain (life insurance policies) is presented in [43] . In this context, advanced concepts of cased-based reasoning [27] are taking into account generalized cases. A generalized case does not cover only a point of the case space, but a whole subspace of it [43] . The literature on test case generation in knowledge-based systems development is still largely directed at rulebased types of systems [34] . It is not directly applicable to knowledge-based recommendation. Tiihonen et al. [46] present an approach to the testing of configurator applications, in which the configuration model is considered as consisting of a set of local requirement groups representing a set of potential inputs provided by the user. A test case is represented by a group of requirement items, and test case generation is based on randomly selecting requirement groups. In contrast to our work, [46] directly deal with the generation of test cases from partonomies, whereas our approach defines test cases on the basis of results of conjunctive queries that are related to paths in recommender process definitions.
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Furthermore, no mechanisms for reducing the number of test cases are presented in [46] . This is, however, crucial for the validation of knowledge bases by domain experts. 
