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Povzetek
Naslov: Spletna aplikacija za analizo in vizualizacijo cirkadianih podatkov
s knjizˇnico CosinorPy
Avtor: Matej Ajster
Biolosˇki ritmi, cirkadiani in ostali, so pomembni pri vsem zˇivljenju na ze-
mlji. Razlicˇne raziskave dokazujejo, da je motnja biolosˇkih ritmov dejavnik
tveganja za nastanek in razvoj razlicˇnih bolezni, zato so analize taksˇnih po-
datkov vedno bolj pomembne. Za analizo cirkadianih podatkov obstajajo
specificˇni matematicˇni pristopi, ki so med drugim implementirani v knjizˇnici
CosinorPy. Da bi bile metode analize cirkadianih podatkov z metodo Cosinor
sˇe bolj dostopne, predlagamo implementacijo spletne aplikacije za knjizˇnico
CosinorPy. Aplikacija je sestavljena iz cˇelnega in zalednega sistema, le da je
tukaj posebnost povezava strezˇnika v okolju NodeJS s knjizˇnico CosinorPy
v okolju Python. Za komunikacijo s knjizˇnico CosinorPy se je uporabila po-
vezava TCP s knjizˇnico Socket.io. Rezultat je preprosta spletna aplikacija,
ki posˇilja zahteve za izvedbo analize na zaledni sistem. Po zakljucˇku ana-
lize se podatki vrnejo na cˇelni del aplikacije, kjer se pokazˇejo na uporabniku
prijazen nacˇin.
Kljucˇne besede: spletna aplikacija, metoda Cosinor, cirkadiani ritmi.

Abstract
Title: Web application for the analysis and visualisation of circadian data
using CosinorPy
Author: Matej Ajster
Biological rhythms, circadian and others, are important in all life on earth.
Various studies prove that biological rhythm disturbance is a risk factor for
the origin and development of various diseases. Therefore, analysis of such
data is becoming increasingly important. Specific mathematical approaches
are used for the analysis of circadian data. Some of these are implemented in
the CosinorPy library. We propose an implementation of a web application
to make the analysis of circadian data even more accessible. The proposed
implementation uses the CosinorPy library and its functionalities to perform
the analyses and visualize the data. The application is built typically from
the front-end and back-end system. Its specific feature is the server connec-
tion in the NodeJS environment with the CosinorPy library in the Python
environment. The communication with the CosinorPy library is implemented
with a TCP connection implemented by the Socket.io library. The result is a
simple web application, which sends requests for selected Cosinor analysis to
the back-end system. Upon completion of the analysis, the data is returned
to the front-end of the application, where it is shown in a user-friendly way.




V danasˇnjih cˇasih obstajajo odprtokodne knjizˇnice za veliko algoritmov, ki
jih strokovnjaki lahko uporabljajo v razlicˇnih okoljih. Nekateri od teh algo-
ritmov so predstavljeni le matematicˇno, mnogi od njih pa so implementirani
kot moduli ali knjizˇnice, ki so lahko uporabljene le iz ukazne vrstice. Ena od
teh je knjizˇnica CosinorPy, katere avtor je izr. prof. dr. Miha Mosˇkon [15].
S knjizˇnico CosinorPy je cilj olajˇsati postopek analize cirkadianih podatkov
v okolju Python. Ta postopek lahko z implementacijo spletne aplikacije na-
redimo sˇe bolj prijazen do uporabnika.
V tem delu opiˇsemo razvoj in nekaj mozˇnosti uporabe spletne aplikacije s
knjizˇnico CosinorPy. V Poglavju 2 bomo spoznali kako in zakaj je analiza cir-
kadianih podatkov potrebna. Predstavljene so metode knjizˇnice CosinorPy.
V Poglavju 3 predstavimo katere metode in funkcionalnosti so implementi-
rane v sklopu spletne aplikacije. Funkcionalnosti so izbrane na podlagi po-
trebne uporabniˇske izkusˇnje za mozˇnost analize lastnih podatkov in uporabo
zahtevanih metod knjizˇnice CosinorPy. Cilj je sestaviti intuitivne funkcio-
nalnosti, ki lahko zadovoljijo potrebe uporabnikov aplikacije. V Poglavju
4 je opisan razvoj spletne aplikacije in katere tehnologije oziroma ogrodja
so bila uporabljena med implementacijo. Omenjeni so problemi, na katere
smo naleteli pri razvoju, in izbire tehnologij za resˇevanje teh problemov. V
Poglavju 5 predstavimo primer uporabe aplikacije za vsako od zahtevanih
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funkcionalnosti. Na koncu sledi le sˇe zakljucˇek s koncˇnimi ugotovitvami.
Poglavje 2
Analiza cirkadianih podatkov in
metoda Cosinor
2.1 Zakaj analizirati cirkadiane podatke?
Biolosˇki ritmi, cirkadiani in ostali, so pomembni pri vsem zˇivljenju na ze-
mlji. Razlicˇne raziskave dokazujejo, da je motnja biolosˇkih ritmov dejavnik
tveganja za nastanek in razvoj razlicˇnih bolezni, vkljucˇno s psihiatricˇnimi,
presnovnimi in rakavimi obolenji [5]. V sled temu se vse vecˇ raziskav osre-
dotocˇa na zajem in analizo cirkadianih podatkov, ki pa zahtevajo specificˇne
matematicˇne pristope. V zadnjem cˇasu so bile predstavljene sˇtevilne me-
tode za detekcijo in analizo ritmicˇnosti v zajetih podatkih, kot je npr. JTK
CYCLE [12] in RAIN [19]. Klasicˇna trigonometricˇna regresija, ki temelji na
metodi Cosinor [6], pa kljub temu sˇe vedno odrazˇa sˇtevilne prednosti pred
novejˇsimi neparametricˇnimi metodami [19].
2.2 Kaj je metoda Cosinor in kako deluje?
Metoda Cosinor je zbirka funkcij za analizo cirkadianih podatkov. Problem
analize podatkov je predstavljen kot regresijski [6].
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2.2.1 Enokomponentna metoda Cosinor
Preprosta uporaba metode Cosinor, je primer z eno komponento (angl. single
component Cosinor). Regresijski model lahko zapiˇsemo s funkcijo
Y (t) = M + A ∗ cos(2 ∗ pi ∗ t
τ
+ Φ) + e(t), (2.1)
kjer je M ritmu prilagojena srednja vrednost (angl. Midline Estimating Stati-
stic Of Rhythm, MESOR), A je amplituda (meri polovico obsega predvidljive
spremembe v ciklu), Φ je akrofaza (merilo cˇasa skupnih visokih vrednosti, ki
se ponavljajo v vsakem ciklu), τ je perioda (trajanje enega cikla) in e (t) je
izraz napake [6]. Parametri in njihove vloge so predstavljeni na sliki 2.1.
Slika 2.1: Definicije parametrov ritmicˇnosti glede na metodo Cosinor. Slika
je povzeta po [6].
Ko je perioda znana, lahko model zapiˇsemo kot
Y (t) = M + β ∗ x+ γ ∗ z + e(t), (2.2)
kjer so:
β = A ∗ cos(Φ) (2.3)
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γ = −A ∗ sin(Φ) (2.4)
x = cos(2 ∗ pi ∗ t/τ) (2.5)
z = sin(2 ∗ pi ∗ t/τ). (2.6)
2.2.2 Vecˇkomponentna metoda Cosinor
Metodo Cosinor z eno komponento je enostavno razsˇiriti z vecˇ komponentami
[6]. Razsˇiritev predstavlja model
Y (t) = M +
∑
j
Aj ∗ cos(2 ∗ pi ∗ t/τj + Φ) + e(t), j = 1, 2, 3, ..., p. (2.7)
Namesto da bi razresˇili sistem treh enacˇb v treh neznankah, obstaja 2p + 1
enacˇb za oceno M in p parov (βj, γj) ali (Aj, φj), cˇe se sˇteje, da je perioda











i = 1, 2, 3, ..., N ;
j = 1, 2, 3, ..., 2p+ 1; in
v = 1, 2, 3, ..., 2p+ 1
kjer je xij cos(2piti/τj) in sin(2piti/τj).
Priblizˇki za u (M, β1, γ1, β2, γ2, ..., βp, γp) so pridobljeni z
u = S−1X ′Y, (2.8)
kjer je






Ko se podatki zbirajo glede na cˇas pri treh ali vecˇ posameznikih, populacij-
ski Cosinor (angl. population-mean Cosinor) omogocˇa sklepanje o populacij-
skem ritmu, pod pogojem, da k posameznikov predstavlja nakljucˇni vzorec iz
tega prebivalstva. Vsako posamezno serijo analizira eno- ali vecˇkomponentni
Cosinor, da dobimo ocene {u = Mi, β1i, γ1i, β2i, γ2i, ..., βpi, γpi, i = 1, 2, ..., k}
[6].
2.2.4 Primerjalna analiza
Ponavadi se pri analiziranju cirkadianih podatkov iˇscˇejo geni, ki kazˇejo znake
ritmicˇnega izrazˇanja. Metode, kot sta npr. JTK CYCLE [12] in RAIN [19],
so zmozˇne detekcije ritmicˇnosti v podanih podatkih. Tovrstnih metod pa ne
moremo uporabiti pri identifikaciji parameterov ritmicˇnosti, ki se pri parih
meritev razlikujejo (primerjalna analiza) [17].
LymoRhyde je pristop, ki temelji na modelu Cosinor za izrazˇanje cirkadi-
anih poskusov z linearnim modelom, ki jih je mogocˇe analizirati z obstojecˇimi
orodji za primerjalno analizo [17]. V cˇlanku [17], Springer in Hughey skle-
pata, da je LymoRhyde ucˇinkovito ogrodje za ocenjevanje odzivanja ritmicˇnih
biolosˇkih sistemov na genetske in okoljske motnje.
Alternativa metodi LymoRhyde je uporaba 1-komponentnega modela Co-
sinor, ki ga pri primerjalnih analizah lahko uporabimo na zelo podoben nacˇin.
2.3 Kaj je periodogram?
Pri obdelavi signalov je periodogram ocena spektralne gostote signala. Je
najpogostejˇse orodje za preucˇevanje amplitudnih in frekvencˇnih znacˇilnosti
FIR (angl. finite impluse response) filtrov in okenskih funkcij. Analizatorji
spektra Fourierjeve transformacije se izvajajo tudi kot cˇasovno zaporedje
periodogramov [22]. Periodogram nariˇse kvadratno velikost diskretne Fouri-
erjeve transformacije (spekter mocˇi) seznama meritev.
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Pri izracˇunu periodogramov se najpogosteje uporablja Fourierjeva ana-
liza.
Spektralno gostoto mocˇi zvezne funkcije x(t) lahko izracˇunamo na podlagi
avtokorelacije Fourierjeve transformacije [22]:
F{x(t) ∗ x(−t)} = |X(f)|2, (2.10)
kjer je f Fourierjeva frekvenca.
2.4 Knjizˇnica CosinorPy
CosinorPy je knjizˇnica Python za ritmometrijo z metodo Cosinor [15]. Se-
stavljena je iz treh modulov:
• file parser, ki omogocˇa branje in pisanje datotek CSV in XLSX in
generiranja sisteticˇnih podatkov,
• cosinor, ki predstavlja zbirko metod Cosinor z eno ali vecˇ komponen-
tami,
• cosinor1, ki predstavlja zbirko metod Cosinor z eno komponento.
2.4.1 Metode
Modul file parser
Funkcije tega modula so namenjene izvozu in uvozu podatkov in generira-
nju sinteticˇnih podatkov (podrobnejˇsa navodila za uporabo so dostopna v
dokumentaciji [15]). Implementirane metode so:
• file parser.read excel, ki prebere meritve iz datoteke XLSX. Vsaka
skupina podatkov mora biti napisana v svoji strani (angl. sheet) v da-
toteki XLSX. Prvi stolpec predstavlja cˇasovne tocˇke, drugi pa meritve.
Replikacije znotraj skupine podatkov si sledijo zaporedoma. Znotraj




























Tabela 2.1: Primer meritev veljavne datoteke XLSX.
• file parser.read csv, ki prebere meritve iz datoteke CSV. Prvi stolpec
mora vsebovati imena skupin podatkov, prva vrstica pa podatke o cˇasu
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in replikacijah. Cˇe meritve vsebujejo replikacije, potem morajo biti
oznacˇene z narasˇcˇajocˇim sˇtevilkami. Cˇasovnica je locˇena od replikacije















































































































































• file parser.export, ki izvozi meritve v datoteko XLSX,
• file parser.export csv, ki izvozi meritve v datoteko CSV,
• file parser.generate test data, ki generira sinteticˇne podatke,
Modul cosinor
Funkcije modula cosinor so namenjene za analizo in vizualizacijo podatkov z
metodo Cosinor [15]. Implementirane metode so:
• cosinor.periodogram, ki izriˇse periodogram z oznacˇenim pragom sta-
tisticˇne signifikance spektra mocˇnostne gostote (angl. Power Spectral
Density, PSD) (primer na Sliki 2.2),
• cosinor.plot data, ki izriˇse posredovane podatke v graf,
• cosinor.plot data pairs, ki izriˇse posredovane podatke dveh meritev
v skupen graf,
• cosinor.plot phases, ki izriˇse ocenjene faze v polarnem koordinatnem
sistemu (primer na Sliki 2.3),
• cosinor.fit me, ki izvede analizo z osnovno regresijo metode Cosinor,
• cosinor.population fit, ki izvede analizo z uporabo populacijskega
Cosinorja,
• cosinor.get best fits, ki vrne podatke, ki se najbolje prilagajajo mo-
delu, za posamezno kompleksnost modela (za posamezno sˇtevilo kom-
ponent). Uporabljen je za iskanje periode, ki se najbolj prilagaja po-
datkom za izracˇunan model z metodo Cosinor,
• cosinor.get best models, ki prejme modele pridobljene z metodo co-
sinor.fit group in vrne najboljˇsi model za posamezno skupino meritev,
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• cosinor.get best models population, ki izvede isto kot
cosinor.get best models, ampak za populacijsko povezane modele za
vsako skupino meritev.
• cosinor.plot df models, ki izriˇse podane modele podatkov v graf,
• cosinor.plot df models population, ki izriˇse podane med seboj od-
visne populacijske modele podatkov v graf,
• cosinor.compare pairs, ki izvede analizo LimoRhyde [17] za primer-
jalno analizo med danimi pari meritev,
• cosinor.compare nonlinear, ki izvede primerjalno analizo na podlagi
nelinearne regresije.
Slika 2.2: Primer periodograma iz [15]. PSD: spekter mocˇnostne gostote
(angl. Power Spectral Density).
Modul cosinor1
Funkcije modula cosinor1 so namenjene za analizo in vizualizacijo podatkov
z metodo Cosinor z eno komponento [15]. Enokomponentni Cosinor je sicer
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Slika 2.3: Primer faznega grafa. CT: cirkadiani cˇas (angl. Circadian Time).
omejen na modele, ki lahko opiˇsejo zgolj preproste ritmicˇne signale (npr.
samo en vrh na periodo, simetricˇen potek signala). Njegova prednost je,
da vracˇa veliko bolj informativne rezultate kot vecˇkomponentni Cosinor, saj
lahko z njim ovrednotimo tudi signifikanco ocenjenih amplitud, faz in zamika
v fazah. Implementirane metode so:
• cosinor1.fit cosinor, ki prilagodi meritve z metodo Cosinor z eno
komponento,
• cosinor1.population fit cosinor, ki prilagodi populacijsko odvisne
meritve z metodo Cosinor z eno komponento,
• cosinor1.fit group, ki izvede prilagajanje vseh skupin meritev z me-
todo cosinor1.fit cosinor,
• cosinor1.population fit group, ki izvede prilagajanje vseh skupin
meritev z metodo cosinor1.population fit cosinor,
• cosinor1.test cosinor pairs, ki izvede primerjalno analizo z metodo
Cosinor z eno komponento nad pari meritev,
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• cosinor1.population test cosinor pairs, ki izvede primerjalno ana-
lizo z metodo Cosinor z eno komponento.
Poglavje 3
Funkcionalnosti aplikacije
Cilj tega poglavja je predstaviti zˇeljene funkcionalnosti spletne aplikacije, pri-
kazati zakaj je posamezna funkcionalnost potrebna in uporabna ter kako se jo
uporablja. Ideja razvoja posameznih funkcionalnosti je, da so enostavne za
uporabo tudi za uporabnike, ki niso strokovnjaki na podrocˇju analize cirkadi-
anih podatkov. V stroki razvoja aplikacij so za to zadolzˇeni strokovnjaki, ki
se uporabnikom trudijo zagotoviti najboljˇso izkusˇnjo med uporabo aplikacije.
3.1 Izbira podatkov za analizo
Prvi korak pri uporabi aplikacije je izbira podatkov, ki jih bo uporabnik
analiziral. Uporabnik lahko podatke uvozi iz pomnilnika svojega racˇunalnika
v obliki datoteke CSV ali XLSX. V primeru, da uporabnik svojih podatkov
nima, jih lahko generira. Ko so podatki nalozˇeni, jih lahko uporabnik filtrira
in izbere le dolocˇene meritve.
3.1.1 Uvoz podatkov iz datoteke CSV ali XLSX
Uporabnik ima mozˇnost izbrati datoteko CSV iz pomnilnika racˇunalnika.




3.1.2 Generiranje podatkov s knjizˇnico CosinorPy
Uporabniki, ki zˇelijo uporabljati aplikacijo in nimajo svojih podatkov, lahko
za testiranje analiz generirajo sinteticˇne podatke. Generiranje podatkov je
implementirano s pomocˇjo modelov Cosinor. Uporabniki imajo na voljo iz-
bire vecˇ parametrov, na podlagi katerih se generirajo cirkadiani podatki. Na
voljo je izbira:
• amplitud,
• periode (ponavadi 24 ur, kar je privzeta vrednost),
• sˇtevila komponent, ki dolocˇi uporabo metode Cosinor z eno ali vecˇ
komponentami in
• sˇuma.
3.1.3 Izbira meritev podatkov
Cˇe ima uporabnik izbranih veliko podatkov, jih lahko pred naslednjim ko-
rakom po zˇelji prefiltrira. Zato je prikaz meritev implementiran s tabelo, ki
ima na voljo izbiro primerov meritev.
3.2 Periodogram
Knjizˇnica CosinorPy implementira metodo za analizo izbranih podatkov za
prikaz periodograma meritev. Kot je omenjeno v Poglavju 2.3, periodogram
nariˇse kvadratno velikost diskretne Fourierove transformacije (spekter mocˇi)
seznama meritev. Na osi y je predstavljena spektralna gostota signala, na
osi x pa perioda. Parametri za izbiro so:
• tip periodograma (Fourier, Welch ali Lomb–Scargle),
• logaritemski prikaz,




Analiza cirkadianih podatkov z metodo Cosinor temelji na linerni regresiji.
Rezultati regresije se izriˇsejo na cˇasovnem diagramu (Slika 3.1) in v faznem
grafu (Slika 3.2). Cilj je prepoznati modele in/ali periode, ki se podatkom
najbolje prilegajo. Sivo obmocˇje diagrama predstavlja interval zaupanja.
Parametri za izbiro so:
• tip prilagajanja (individualen ali populacijski),
• sˇtevila komponent, ki dolocˇi uporabo metode Cosinor z eno ali vecˇ
komponentami (samo pri navadnem Cosinorju) in
• perioda.
Slika 3.1: Cˇasovni diagram.
3.3.1 Primerjalna analiza
Kot je opisano v Poglavju 2.2.4, je pri primerjalni analizi cilj prepoznati,
katere lastnosti kazˇejo razliko med ritmicˇnostjo meritev (npr. genov) pri
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Slika 3.2: Fazni graf. CT: cirkadiani cˇas (angl. Circadian Time).
razlicˇnih pogojih. Pri analizi se uporabi metoda LymoRhyde, ki med rezul-
tati vrne graf posameznih parov analize. Na cˇasovnem grafu so prikazane
lastnosti ritmicˇnosti vsake meritve v paru (slika 3.3).
Parametri za izbiro so:
• tip prilagajanja (individualen ali populacijski),
• sˇtevila komponent, ki dolocˇi uporabo metode Cosinor z eno ali vecˇ
komponentami (samo pri navadnem Cosinorju),
• perioda,
• pari meritev, ki predstavlja seznam parov, nad katerimi se bo izvedla
analiza.
3.4 Prikaz grafov in podatkov analize
Cilj spletne aplikacije, ki omogocˇa analizo cirkadianih podatkov, je uporab-
niku prikazati rezultate analize na nacˇin, ki ga je lahko interpretirati. Upo-
rabljene metode, ki so opisane v Poglavju 2.4 izriˇsejo razlicˇne grafe in vrnejo
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Slika 3.3: Cˇasovni graf para meritev po analizi z metodo LymoRhyde.
razlicˇne podatke rezultatov analize. Zaradi prostora na uporabniˇskem vme-
sniku so slike grafov in morebitni rezultati analize locˇeni po zavihkih, kar
omogocˇa lazˇje branje za uporabnika.
Grafi lahko odvisno od izbrane metode analize predstavljajo periodogram,
cˇasovni diagram (z mejo zaupanja) ali fazni graf z eno ali vecˇ skupin meritev.
Primeri s slikami za posamezno metodo analize so predstavljeni v Poglavju
5.
V primeru navadne regresijske analize z vecˇkomponentnim Cosinorjem,
se ob grafih prikazˇejo tudi podatki o testiranih oziroma analiziranih skupin
meritev. Za vsako skupino so vrnjeni:
• ime skupine meritev,
• perioda,
• n components: sˇtevilo komponent,
• p: signifikanca modela,
• q: signifikanca modela s popravkom za vecˇkratno preverjanje po metodi
FDR (angl. False Discovery Rate),
• p reject: signifikanca ustreznosti modela (angl. Goodnes-of-Fit),
• q reject: signifikanca ustreznosti modela s popravkom za vecˇkratno
preverjanje po metodi FDR,
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• RSS: vsota kvadratnih ostankov (angl. Residual Sum of Squares),
• R2: mera R2 (angl. R-Squared),
• R2 adj: prilagojeni R2 (angl. Adjusted R-Squared),
• log-likelihood: logaritem verjetja,
• period(est): ocena periode,
• amplituda,
• akrofaza,
• ritmu prilagojena srednja vrednost (angl. MESOR).
V primeru primerjalne analize z metodo Cosinor z vecˇ komponentami,
pridobimo podatke:
• ime primerjalne analize,
• perioda,
• n components: sˇtevilo komponent,
• p1, p2, p3,...,p9: signifikanca razlikovanja meritev po posameznem
parametru (sˇtevilo parametrov je 2*c +1, kjer je c sˇtevilo komponent),
• param1, param3, param3,...,param9: vrednosti parametrov pri-
merjalne analize (sˇtevilo parametrov je 2*c +1, kjer je c sˇtevilo kom-
ponent),
• q1, q2, q3,...,q9: signifikanca razlikovanja meritev po posameznem
parametru s popravkom za vecˇkratno preverjanje po metodi FDR (sˇtevilo
parametrov je 2*c +1, kjer je c sˇtevilo komponent).
3.5 Izvoz podatkov analize
Spletna aplikacija omogocˇa izvoz podatkov analize omenjenih v prejˇsnjem
poglavju. Izvoz je mozˇen v datoteke CSV.
Poglavje 4
Razvoj spletne aplikacije
Cilj tega poglavja je predstaviti tehnologije uporabljene za razvoj aplikacije
za analizo in vizualizacijo cirkadianih podatkov, obrazlozˇiti odlocˇitve za iz-
biro tehnologij ter infrastrukturo aplikacije. Implementacija je dosopna na
repozitorijih [3] in [4].
4.1 Uporabljene tehnologije, orodja in knjizˇnice
V trenutni dobi racˇunalniˇstva obstaja veliko sˇtevilo tehnologij, knjizˇnic in
programskih jezikov, s katerimi lahko razvijemo spletno aplikacijo. Izbira le-
teh je odvisna od zahtev spletne aplikacije ter preference razvijalcev. Mnoga
orodja, ki so dandanes pogosto v uporabi, obstajajo zˇe od samega zacˇetka
spletnih aplikacij.
4.1.1 Javascript in Typescript
Javascript je interpretiran, objektno orientiran programski jezik, ki je zelo
priljubljen pri pisanju logike za spletne strani. Uporablja se tudi v okoljih
brez brskalnika (na strezˇniku, za zaledne sisteme). Jezik je zelo dinamicˇen saj
podpira vecˇ stilov programiranja, kot so objektno orientirano, imperitivno in
funkcijsko programiranje [14]. Javascript podpira tudi prototipno programi-
ranje, ki omogocˇa ponovno uporabo objektov, ki sluzˇijo kot prototipi (temu
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lahko recˇemo tudi dedovanje) [23].
Mnogim programerjem Javascript ni vsˇecˇ, ker je jezik z dinamicˇnimi tipi,
kar omogocˇa vecˇje sˇtevilo napak v kodi, saj se tipi genereriajo iz konteksta
rezultatov funckij ali konstant. Ta problem poskusˇa resˇiti jezik Typescript,
ki gradi na osnovni Javascripta in doda definicije tipov. To omogocˇa tudi
bolj berljivo kodo in morebitne napake se izpostavijo zˇe ob kompilaciji kode.
V cˇlanku [11] so raziskovalci ugotovili, da lahko uporaba Typescipta pre-
precˇi tudi okoli 15% hrosˇcˇev v javni kodi na repozitorijih GitHub.
4.1.2 React, Redux in Material UI
Za razvijalce uporabniˇskih vmesnikov se je v zadnjih letih razvilo veliko zani-
mivih in naprednih ogrodij (angl. framework), ki olajˇsajo delo programerjem
in sˇe vedno zagotovijo hitrost, ki jo pricˇakujemo pri spletnih straneh. Po-
pularna postajajo ogrodja, ki omogocˇajo grajenje ponovno uporabnih kom-
ponent in vezavo podatkov, ki omogocˇa posodabljanje pogleda, ko se model
spremeni in obratno. Google je ustvaril ogrodje AngularJS, vedno bolj popu-
laren postaja VueJS in tukaj je prispeval tudi Facebook s svojim ogrodjem
React.
React [9] je deklarativno ogrodje, ki omogocˇa enostavno grajenje interak-
tivnih pogledov za razlicˇna stanja aplikacije in zagotovi ucˇinkovito posoda-
bljanje in prikazovanje spremenjenih podatkov. Komponente, ki jih je mozˇno
izdelati, lahko neodvisno uporabljajo in spreminjajo svoje stanje, kar je upo-
rabno pri grajenju kompleksih aplikacij iz vecˇ majhnih neodvisnih gradnikov.
Koda je najbolj pogosto zapisana v jeziku JSX [10], ki je sintakticˇna
nadgradnja Javascripta in spominja na jezik predlog in gradnikov HTML.
Pri Reactu sta logika in pogled oz. predloga zdruzˇena v isti datoteki. Zato
jezik JSX omogocˇa enostavno povezavo med logiko in pogledom. Namesto
da so posamezne enote locˇene po tehnologijah, so locˇene po funkcionalnosti
v enote imenovane komponente, ki sluzˇijo kot gradniki koncˇne aplikacije.
Za oblikovanje pogleda obstaja tudi vecˇ knjizˇnic, ki uporabnikom ponu-
jajo sˇirok izbor zˇe v Reactu izgrajenih komponent, ikon in stilov. Med popu-
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larnimi smernicami je trenutno googlovo t. i. materialno oblikovanje (angl.
Material Design), za katero obstaja knjizˇnica Material-UI [1]. Knjizˇnica je
zelo razsˇirljiva in omogocˇa definicijo razlicˇnih tem in prilagoditev stilov, med-
tem ko hkrati ohranja smernice materialnega oblikovanja.
Sam React ne podpira hranjenja globalnega stanja aplikacije, zato je po-
gosto uporabljen hkrati z ogrodjem Redux [7]. Redux omogocˇa hranjene cen-
traliziranega stanja aplikacije. Ekipa avtorjev priporocˇa uporabo uradnega
nabora orodij redux-toolkit [8], ki olajˇsa razvijanje in uporabo Reduxa.
4.1.3 NodeJS
Node.js (ali na kratko Node) je odprtokodno strezˇniˇsko okolje, ki lahko tecˇe
na razlicˇnih platformah kot so Windows, Linux, Unix in Mac OS X. Za kodi-
ranje se uporablja programski jezik Javascript ali pa Typescript, ki razsˇirja
prej omenjen jezik. Node proces tecˇe na eni niti in temelji na asinhronem
programiranju brez blokiranja, kar pomeni, da je zelo varcˇen s spominom. V
praksi to pomeni, da se ob prejemu zahteve, ta posreduje sistemu racˇunalnika
za procesiranje in takrat lahko Node zˇe sprejme novo zahtevo. Tako se zah-
teve med seboj ne blokirajo in omogocˇa hitrejˇse delovanje za aplikacije z
veliko zahtevami. Ko sistem koncˇa in obdela zahtevo, strezˇnik posˇlje odje-
malcu zahtevan odgovor [20].
4.1.4 Socket.io
Socket.io [18] je prometni protokol, ki omogocˇa takojˇsnjo dvosmerno ko-
munikacijo med odjemalci. Gre za komunikacijo z dogodki, ponavadi med
strezˇnikom in odjemalcem. Uradna implementacija Socket.io strezˇnika in
odjemalca je napisana v Javascript-u, ampak obstaja tudi knjizˇnica z imple-
mentacijo v jeziku Python.
Socket.io deluje tako, da odjemalec poskusi vzpostaviti povezavo z Web-
Socket protokolom [2], ki omogocˇa komunikacijo s kanali preko povezave TCP.
Cˇe povezave ni mogocˇe vzpostaviti, se uporabi povprasˇevanje z zahtevami
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HTTP. To ni implementacija WebSocketa, saj se ta uporablja le za transport
paketov. Socket.io doda svoje metapodatke pri posˇiljanju, kar onemogocˇi
uspesˇno povezavo med WebSocket strezˇnikom ali odjemalcem in odjemalcem
Socket.io ali strezˇnikom.
Socket.io odvisnosti
Slika 4.1 prikazuje posamezne repozitorije in njihove odvisnosti, ki omogocˇajo
delovanje knjizˇnice Socket.io.
Slika 4.1: Odvisnosti med repozitoriji Socket.io.
V ozadju se uporablja knjizˇnica engine.io, ki je implementacija tran-
sportne komunikacije med napravami. Za povezavo se uporablja knjizˇnica
engine.io-client, za kodiranje in dekodiranje paketov pa knjizˇnica engine.io-
parser. Neposredno se pa uporabljata:
razcˇlenjevalnik (socket.io-parser) z implementacijo kodirnika, ki je za-
dolzˇen s kodiranjem paketov v seznam kodiranj, ki jih podpira knjizˇnica
engine.io in dekodirnika, ki dekodira podatke iz knjizˇnice engine.io, v
pakete Socket.io.
odjemalec (socket.io-client) je implementacija protokola v brskalniku ali
v Node-u preko knjizˇnice engine.io-client.
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4.1.5 Python
Python [24] je visokonivojski interpretiran programski jezik, ki je bil imple-
mentiran leta 1991. Filozofija jezika temelji na berljivosti kode s strogimi
pravili sintakse s presledki in zamiki. Tolmacˇ izvede interpretirane jezike
sproti brez prevajanja celotne kode. Ima lastnost cˇiˇscˇenja spomina [21], ki
je oblika avtomaticˇnega upravljanja s pomnilnikom, kjer cˇistilnik spomina
poskusˇa sprostiti spomin, ki ga zasedajo objekti, ki niso vecˇ v uporabi.
Python je nastal leta 1991 kot naslednik jezika ABC. Python 2.0 je bil ob-
javljen leta 2000 z novimi lastnostmi kot so razumevanje seznama in cˇiˇscˇenje
spomina. Njegov naslednjik, Python 3.0, je bil izdan leta 2008. Verzija 2.7
je zadnja razlicˇica pod glavno razlicˇico 2 in ni vecˇ podrpta s posodobitvami.
Podprte so le razlicˇice Python 3.5.x in novejˇse [24].
Python je znan po veliki kolekciji knjizˇnic, ki nudijo pomocˇ vsem progra-
merjem, za razlicˇne namene uporabe. To je ena najvecˇjih prednosti Pythona,
saj ponuja zanesljive knjizˇnice na podrocˇju strojnega ucˇenja, analize velikih
podatkov, procesiranja slik in besedil ter mnogo drugih.
4.2 Zaledni sistem
Zaledni sistem je del spletne aplikacije, ki skrbi za poslovno logiko in mo-
rebitno povezavo s podatkovno bazo. V primeru te spletne aplikacije je bil
potreben le vmesnik med odjemalcem na cˇelnem sistemu in knjizˇnico Cosi-
norPy. Most med cˇelnim sistemom in zalednim sistemom je vmesnik API.
Vmesnik je lahko napisan po mnogih smernicah, med katerimi je najbolj
popularen REST [13].
4.2.1 Povezava s knjizˇnico CosinorPy
Glavni problem implementacije spletne aplikacije te diplomske naloge je bil,
kako povezati vmesnik API s poslovno logiko zapisano v Node-u in metode
Python knjizˇnice CosinorPy, ki so kljucˇnega pomena za implementacijo zah-
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tevanih funkcionalnosti.
Node je odlicˇna izbira za aplikacije, ki tecˇejo na eni niti, zaradi izvedbe
brez blokiranja zahtev, ampak vcˇasih to ni dovolj. Od spletnih aplikacij
se pricˇakuje, da lahko prenesejo cˇim vecˇ zahtev od mnogih odjemalcev v
najkrajˇsem mozˇnem cˇasu. Zato ima Node vgrajen modul child process (angl.
Child process module), ki omogocˇa uporabo funckij operacijskega sistema
v otrosˇkem procesu. Otrosˇki proces se lahko naredi s sˇtirimi metodami:
spawn(), fork(), exec() in execFile() [16].
Za uporabo metod knjizˇnice CosinorPy, sem implementiral del kode v
jeziku Python (na kratko skripta Python). Za zagon skripte Python, sem
izbral metodo spawn(), ki sprejme ime ukaza in seznam argumentov. Pri
metodi spawn() lahko poteka komunikacija z glavnim procesom preko ogrodja
API EventEmitter, ki omogocˇa definicijo funkcij za izvedbo ob dolocˇenih
dogodkih. Vendar v primeru skripte Python, ki tecˇe na otrosˇkem procesu, je
komunikacija s strezˇnikom na glavnem procesu mogocˇe le preko standardnega
izhoda otrosˇkega procesa. Ker pri razcˇlenjevanju standardnega izhoda lazˇje
pride do napak, sem se odlocˇil, da bom komunikacijo med procesi izvedel s
knjizˇnico Socket.io (Poglavje 4.1.4).
Pri inicializaciji strezˇnika Node, se naredi tudi strezˇnik Socket.io. Da se
povezave mnogih uporabnikov hkrati ne bi prekrivale na isti povezavi, sem
uporabil imenske prostore (angl. namespaces) za locˇevanje med zahtevami.
Ko strezˇnik prejme zahtevo, se naredi imenski prostor z univerzalno edin-
stvenim identifikatorjem (angl. Universally unique identifier, UUID), zato
da so povezave locˇene po zahtevah. Na imenski prostor se registrira funkcije,
ki poslusˇajo na dogodke. Nato se izvede otrosˇki process s skripto Python,
ki je bil opisan v prejˇsnjem odstavku. V skripti Python se na zacˇetku vzpo-
stavi povezava z imenskim prostorom Socket.io, ki je bil narejen na strezˇniku
s podanim univerzalno edinstvenim identifikatorjem. Ta korak je narejen
kot del vmesne programske opreme, preden se izvede kontroler, ki potrebuje
povezavo s skripto Python.
V skripti Python so registrirane funkcije, ki so registrirane na definirane
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dogodke, ki predstavljajo ukaze knjizˇnice CosinorPy. Po procesiranju, se
preko definiranega dogodka Socket.io posˇlje seznam grafov in morebitni re-
zultati analize v obliki datoteke CSV. Na strezˇniku sem definiral funkcijo, ki
implementira asinhrono cˇakanje na dogodke Socket.io, saj je to zazˇeleni slog
pisanja kode v Node-u. Ko skripta Python vrne rezultat na definiran dogo-
dek Socket.io, se ta posreduje naprej kot odziv vmesnika API in se obdela
na cˇelnem sistemu.
4.2.2 Struktura zalednega sistema
V Node-u je implementiranih vecˇ ogrodij, ki pomagajo pri definiciji vme-
snika API. Za implementacijo sem si izbral knjizˇnico routing-controllers,
ki je implementirana na ogrodju Express.js. Knjizˇnica omogocˇa definira-
nje mozˇnih kontrolerjev vmesnika API s pomocˇjo dekoratorjev. Definirani
so kontrolerji za vsako zahtevano metodo CosinorPy. Kontrolerji so imple-
mentirani zelo podobno, vendar so locˇeni, ker sprejemajo razlicˇne parametre.
Knjizˇnica routing-controllers je uporabljena pogosto z dekoratorji knjizˇnice
class-validators, ki omogocˇa enostavno definicijo zahtevanih podatkov z va-
lidacijo.
4.3 Cˇelni sistem
Cˇelni sistem je uporabnikom viden del spletne aplikacije. Tu je enostavnost
aplikacije pomembna za dobro uporabniˇsko izkusˇnjo. Ko uporabnik zahteva
podatke, se izvede zahteva na strezˇnik, kjer je postavljen zaledni sistem. Ob
odgovoru se ta rezultat pokazˇe na uporabniku prijazen nacˇin. Implementacija
je narejena v Reactu v kombinaciji s knjizˇnico Redux za upravljanje stanja
aplikacije. Za splosˇen pogled sem si izbral slog materialnega oblikovanja




Koda je okvirno locˇena v sˇtiri mape. Prva predstavlja vse komponente, ki
gradijo aplikacijo. Ker je nacˇin razvoja v Reactu mocˇno povezan z gradnjo
komponent, je logicˇno, da so med seboj povezane komponente tudi blizu v
strukturi datotek. Komponente sem locˇil po funkcionalnostih: izbira meri-
tev, izbira analize in prikaz rezultatov. V drugi mapi so tiste komponente,
ki so uporabljene na vecˇih mestih aplikacije in niso neposredno povezane
na posamezno funkcionalnost aplikacije. Splosˇna komponenta, ki predsta-
vlja osnovno razporeditev aplikacije (angl. application layout), je locˇena, saj
ne spredstavlja nobene funkcionalnosti. Metode, ki klicˇejo vmesnike API,
so zapisane posebej v plasti storitev. Definicije in funkcije za upravljanje
globalnega stanja so tudi locˇene.
4.3.2 Globalno stanje
Uporabniˇski vmesnik spletne aplikacije je locˇen po korakih. Podatki so pri
izbiri skupin meritev potrebni tako na prvem koraku, kot na naslednjem,
kjer se posredujejo na zaledni sistem. Zato sem jih shranil v globalno sta-
nje aplikacije, ki je implementirano z ogrodjem Redux (Poglavje 4.1.2). V
globalnem stanju se hranijo tudi podatki o trenutno izbrani metodi analize,
modulu Cosinor iz knjizˇnice CosinorPy in tipu prilagajanja analize.
4.3.3 Obrazci in vnosi
Za izbiro parametrov se uporabljajo obrazci (angl. forms) in vnosi (angl.
inputs). Za potrebne parametre zalednega sistema sem v ogrodju React na-
pisal svoje komponente, ki implementirajo komponente iz knjizˇnice Material-
UI (Poglavje 4.1.2). Vsaka komponenta vnosa prejme vrednost in povratno
funkcijo, s katero se posodoblja vrednost vnosa. Ko uporabnik potrdi vnose
je z obrazcem vedno povezana funckija, ki klicˇe vmesnik API na zalednem
sistemu iz plasti storitev.
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4.3.4 Plast storitev
Plast storitev je del spletne aplikacije na cˇelnem sistemu, ki je zadolzˇen za
pogovor z zunanjimi storitvami (vmesniki API). V tej aplikaciji se klicˇe le





To poglavje prikazuje implementacijo in uporabo spletne aplikacije. Slike
prikazujejo izgled uporabniˇskega vmesnika in kako se aplikacija uporablja.
Aplikacija je locˇena na dva koraka. Prvi korak je izbira podatkov za
analizo, drugi pa izbira analize z zˇeljenimi parametri. Koraka sta locˇena v
uporabniˇskem vmesniku. Ko je analiza koncˇana se rezultati pokazˇejo na isti
strani kot nastavitve za izbiro analize.
5.1 Izbira podatkov
Uporabnik ima na voljo dva nacˇina za izbiro podatkov za analizo. Recimo, da
zˇelimo analizirati svoje podatke iz datoteke CSV. Na uporabniˇskem vmesniku
nalozˇim datoteko z uporabo vnosa za datoteke (Slika 5.1). Za lazˇji prikaz
rezultatov bomo v tabeli izbrali le dve skupini podatkov, kjer ima vsaka tri
replikacije (Slika 5.2).
S pritiskom na gumb
”




Slika 5.1: Izbira podatkov za analizo.
Slika 5.2: Filtriranje meritev izbranih podatkov.
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5.2 Izbira analize in vizualizacija rezultatov
Z zˇeljenimi podatki lahko na naslednjem koraku izberem analizo in parametre
posamezne metode analize. Na Sliki 5.3 je prikazana vstopna stran s privze-
timi nastavitvami analize. Rezultati sˇe niso vidni (prikazˇejo se v praznem
prostoru zraven nastavitev).
Slika 5.3: Privzete nastavitve analize.
5.2.1 Periodogram
Pri periodogramu ima uporabnik na voljo vecˇ nastavitev analize. Za metode
analize so na voljo Fourierjeva, Welchova in Lomb-Scargleva metoda. Po zˇelji
se lahko omogocˇi logaritemski prikaz. Zadnji dve polji predstavljata izbiro
najmanjˇse in najvecˇje mozˇne periode v urah. Za trenutno analizo izberemo
Fourierjevo metodo, periodi pa pustimo na privzetih vrednosti. Logaritemski
prikaz ni potreben. Izbrani parametri so prikazani na Sliki 5.4 levo.
Na naslednji korak nadaljujemo s pritiskom na gumb
”
Potrdi“ (angl. Sub-
mit). Ko je analiza koncˇana, se vizualizirani rezultati analize pokazˇejo v
prostoru zraven parametrov analize.
V trenutnem primeru se pokazˇe sˇest periodogramov (za tri replikacije
vsake od dveh izbranih meritev). Na Sliki 5.4 je v celoti zajet le eden od
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sˇestih periodogramov.
Slika 5.4: Primer rezultatov analize s periodogramom.
5.2.2 Regresija
Za analizo z regresijo izberemo prilagajanje na populacijskih podatkih, ker
smo izbrali taksˇne podatke. Tako lahko iz grafov in podatkov analize pri-
merjamo prilagajanja modelov Cosinor glede na izbrano populacijo.
Na naslednji korak nadaljujemo s pritiskom na gumb
”
Potrdi“ (angl. Sub-
mit). Ko je analiza koncˇana, se vizualizirani rezutati analize pokazˇejo v
prostoru zraven parametrov analize.
Na Sliki 5.5 sta grafa modelov z najboljˇsimi prileganji za vsako skupino
meritev. Na Sliki 5.6 je pa prikaz podatkov o analizi. Prikazana sta najboljˇsa
modela iz vsake skupine meritev. Pri meritvi test1 je populaciji najbolj
prilagojen model z eno komponento, medtem ko je pri meritvi test2 najbolj
prilagojen model s tremi komponentami (glej Sliko 5.6).
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Slika 5.5: Primer vizualizacije grafov analize prilagajanja z regresijo.
Slika 5.6: Primer vizualizacije podatkov analize prilagajanja z regresijo.
5.2.3 Primerjalna analiza
Pri primerjalni analizi spet izberemo prilagajanje na populacijskih podatkih,
ker imamo izbrane populacijsko odvisne meritve. Cilj analize je preveriti
razlike med lastnostmi ritmicˇnosti izbranih meritev.
Preden izvedem analizo moram izbrati pare, ki jih zˇelim analizirati. V
tem primeru je na voljo le en par, saj na prvem koraku izbral le dve meritvi.
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S pritiskom na gumb
”
Potrdi“ (angl. Submit) zazˇenemo analizo. Ob
koncˇani analizi se vizualizirani rezultati spet prikazˇejo v prostoru zraven na-
stavitev.
Slika 5.7 predstavlja grafa prileganja replikacij meritev pozameznega para
s populacijskim modelom. Na Sliki 5.8 so vizualizirani podatki primerjalne
analize.
Slika 5.7: Primer vizualizacije grafov primerjalne analize.
Slika 5.8: Primer vizualizacije podatkov primerjalne analize.
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5.3 Izvoz rezultatov
Ko analiza zraven grafov vrne tudi podatke o analizi, se ti lahko izvozijo v
datoteko CSV s klikom na gumb v zavihku tabele. Prikazˇe se okno (Slika
5.9), kjer uporabnik napiˇse ime datoteke in lahko shrani datoteko.




Za veliko algoritmov, obstajajo knjizˇnice, ki so lahko uporabljene le iz ukazne
vrstice. Moja naloga je bila raziskati mozˇnosti uporabe knjizˇnice CosinorPy
preko spletne aplikacije.
Kot vsako aplikacijo, je bilo tudi to mozˇno napisati na vecˇ razlicˇnih
nacˇinov. Ker je knjizˇnica CosinorPy zapisana v jeziku Python, je bilo ma-
mljivo uporabiti tudi Python za jezik zalednega sistema. Ker sem zˇelel
hitrejˇse delovanje aplikacije, sem se odlocˇil za ogrodje NodeJS. V primeru
mnogih knjizˇnic lahko zˇe samo analiziranje podatkov traja dolgo cˇasa, zato
je pomembno, da lahko strezˇnik prejme nove zahteve, medtem ko proce-
sira. Tukaj se je pojavil najvecˇji problem implementacije. Kako povezati
knjizˇnico CosinorPy, ki je zapisana v Pythonu, z ogrodjem NodeJS. Odgovor
je s pomocˇjo knjizˇnice Socket.io, ki je med drugim implementirana v No-
deJS in okolju Python in lahko povezuje strezˇnik NodeJS in skripto Python
s povezavo TCP, ki omogocˇa komunikacijo z dogodki.
V cˇasu razvoja se je uporabniˇski vmesnik precej spreminjal. Sprva je bil
locˇen strogo po korakih, vendar to ni bilo naravno za uporabniˇsko izkusˇnjo.
Zaradi konstruktivnih komentarjev mentorja, sem posodobil uporabniˇski vme-
snik, da se vizualizirani rezultati pokazˇejo na isti strani kot nastavitve analize.
Pri vizualizaciji rezultatov je bil sprva problem, kako podatke, generirane
v knjizˇnici CosinorPy, vizualizirati v okolju Javascript v uporabniˇskem vme-
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sniku. Zaradi kompleksnih grafov, ki jih riˇse knjizˇnica CosinorPy, sem se
odlocˇil grafe izvoziti kot slike in prikazati enake rezultate, kot bi jih videli,
cˇe bi uporabljali knjizˇnico CosinorPy preko ukazne vrstice. Za ta namen je
bilo potrebno knjizˇnico posodobiti, da je omogocˇala izvazˇanje slik.
Knjizˇnica CosinorPy je uporabna preko spletnega vmesnika, vendar je
zelo odvisna od uvozˇenih podatkov. Opozorila o napakah so splosˇne narave
brez natancˇnega opisa, ker je nemogocˇe predvideti vse, ki se lahko pojavijo
ob analizi cirkadianih podatkov.
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