Abstract. Architecture Description Languages (ADLs) have emerged in recent years as a tool for providing high-level descriptions of software systems in terms of their architectural elements and the relationships among them. Most of the current ADLs exhibit limitations which prevent their widespread use in industrial applications. In this paper, we discuss these limitations and introduce ALI, an ADL that has been developed to address such limitations. The ALI language provides a rich and flexible syntax for describing component interfaces, architectural patterns, and meta-information. Multiple graphical architectural views can then be derived from ALI's textual notation.
Introduction
Architecture Description Languages (ADLs) have emerged as viable tools for formally representing the architectures of systems at a reasonably high level of abstraction to enable better intellectual control over the systems [1] . ADLs usually help in architectural analysis with issues such as consistency, modifiability, performance, etc. However, there is no general agreement on what ADLs are expected to capture/represent about an architecture (behavior, structure, interfaces, etc.). Most work on ADLs today has been undertaken with academic rather than commercial goals in mind and they tend to be very vertically optimized towards a particular kind of analysis [2] .
The ADL community generally agrees that a Software Architecture is a set of components and the connections among them conforming to a set of constraints. Component interfaces usually comprise a set of provided and required services (a service could be a function call, a message type, etc.).
Although some ADLs have been put to industrial use [3] , the majority of ADLs have not scaled up well, and their use remains confined to small-scale case studies.
In this paper we discuss a number of limitations evident in most current ADLs which might have constrained their use to small-scale academic applications. We then present the major concepts behind the ALI ADL which has been designed with the identified limitations in mind. ALI also built upon our experience with the ADLARS
[4] ADL and adopted much of the solution space provided by ADLARS such as its support for Software Product Lines.
In the following, we begin in Section 2 by discussing the limitations within current ADLs. Section 3 then highlights the rationale behind the ALI language. Finally, discussion and future work is presented in Section 4.
Limitations Within Existing ADLs
In this section we discuss the potential limitations identified by examining a number of existing and mature ADLs selected from across the literature to reflect the state-ofthe-art in the domain. Among these ADLs are: ACME [7] It is worth mentioning here that the Unified Modeling Language (UML) [5] , even though it is used within different stages of the development process (and without doubt a de facto modeling language), is not considered a strong candidate as an ADL due to many issues including it being a pure graphical notation and the fact that it does not treat connectors as first class citizens (even though UML 2.0 [6] took one step further in the ADLs' direction with the introduction of ports and interfaces). Furthermore, UML initially was geared more towards code description rather than architecture description.
We have examined and experimented with these ADLs to identify the novelty and the strengths of each. We have also identified a number of shared limitations, particularly in the context of real-life applications. These are summarized below.
ADLs Are Over-Constraining
Current ADLs force architects to use specific styles/interface types throughout their architecture by providing a single component interface type model. For example, while interfaces are described in terms of input and output ports in Wright, interfaces are described in terms of services provided/required in Koala, and messages sent/received in ADLARS [4] . With current advances in different domains including Service Oriented Architectures (SOA) and adaptive systems, within a single system we could have a number of different interface types used (which is often the case). Capturing such architectures with most current ADLs entails abstracting a number of interface types to the single interface type supported by the ADL. This could be problematic especially when the interface types form a crucial part of the architecture description (e.g. in SOAs). Also, by requiring that components have specific types of interfaces (hardware-like input/output ports, e.g. ACME; message based communication, e.g. ADLARS; etc.), ADLs may be indirectly enforcing the style of communication to be used in the system on the architect.
ADLs Provide a Single View of the System
It has become widely recognized in the software architecture community that software architectures contain too much information to be adequately captured and displayed in one view. Multiple views are needed to describe an architecture where each view can encompass a set of related concerns. This has been recognised in a number of
