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Abstract
The Interface Model is central to all model-based user interface software tools. This report
investigates the different use of declarative models as a part of the Interface Model in model-
based interface development environments. Furthermore, we introduce definitions for the
different declarative models. The report concludes with a description of an ontology of
declarative models for future model-based interface development environments.
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1 Introduction
End users expect advanced interactive applications to be easy-to-use and easy-to-learn. Today
end users expect to be able to sit down and use software without spending their time reading
manuals. But such user interfaces are hard to design and implement. Different studies have
shown that an average of 48% of the code of an application is devoted to the user interface,
and that about 50% of the implementation time is devoted to implementing the user interface
portion [Myers92]. As user interfaces become easier to use, they become harder to create.
User interface developers need tools which provide a rich support for the development of
advanced user interfaces.
Over the last years several tools were created to support user interface developers, e.g.
Toolkits, User Interface Management Systems, Interface Builders, User Interface
Development Environments. In his state of the art report B. Myers has introduced a
classification of these user interface software tools [Myers95]. It is based on the way user
interface developers can specify the layout and the dynamic behavior of a user interface.
There are language-based tools (they require the developer to program in a special-purpose
language), interactive graphical specification tools (they allow an interactive design of the
user interface), and model-based generation tools (they use a high level model or
specification to generate the user interface automatically).
The user interface development still remains difficult and time consuming when using
language-based or interactive graphical specification tools because they support the
specification of either the dynamic behavior or the layout in an easy way but mostly not both
parts at one time. Current user interface tools support only the development phase of the user
interface life cycle, and the abstractions they provide have only a distant connection to the
results of a user-task analysis. The model-based user interface development approach and its
supporting tools is an emerging technology to remedy these shortcomings of current
technology through a comprehensive support of the whole life-cycle, and a user-centered
design methodology with corresponding environments. Furthermore, Olsen et.al. [Olsen93]
suggest the automatic user interface generation is an essential part of future user interface
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development environments (e.g., Model-based User Interface Software Tools - MbUIST or
Model-Based Interface Development Environments - MB-IDEs).
Central to the model-based approach is that all aspects of a user interface design are
represented using declarative models. This paradigm offers a number of key benefits: user-
centered development cycle, centralized user interface specification, comprehensive design
time tools for interactive and automated development, re-use of user interface designs, and
use of explicitly represented design knowledge.
There are at least two necessary criteria for a user interface tool to be a model-based
interface development environments:
(1) MB-IDEs must include a high-level, abstract, and explicitly represented (declarative)
model about the interactive system to be developed (either a task model or a domain
model or both).
(2) MB-IDEs must exploit a clear and computer-supported relation from (1) to the desired
and running user interface. That means, that there is some kind of automatic
transformation(s) like knowledge-based generation or simple compilation to implement
the running user interface.
These criteria exclude Interface Builders (e.g., DevGuide, UIMX, NeXT) or interface design
advisors (e.g., IDA [Reiterer94], EXPOSE [Gorny95]).
Several model-based user interface software tools have been built. Some of these are
UIDE [Foley88, Foley89, Foley95], ADEPT [Johnson95, Wilson93], HUMANOID
[Szekely93], ITS [Wiecha90], MECANO [Puerta94b], Mobi-D [Puerta96a],
MASTERMIND [Neches93, Szekely96a], TRIDENT [Bodart95, Bodart96], AME
[Märtin96], FUSE [Lonczewski96], GENIUS [Janssen93], JANUS [Balzert96], TADEUS
[Elwert95].
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2 Model-based Interface Development
Environments
2.1 Generic Architecture
The typical components and the principal development procedure of a model-based interface
development environment are shown in Fig. 1. The central component of each MB-IDE is the
Interface Model which includes different declarative models. These declarative models are
discussed in the following paragraph. MB-IDEs include tools for interactive development
(Modeling Tools, Design Critics, Design Advisors) and automated development. Automatic
Generation Tools deal with transformations between different declarative models and
implement an executable representation of the desired user interface. Design Critics, Design
Advisors, and Automatic Generation Tools require additional knowledge represented in the
Knowledge Bases.
User Interface Developers use Modeling Tools to create and manipulate the declarative
models. Usually, MB-IDEs contain special-purpose (graphical) editors for each declarative
model, e.g., a task modeling editor for handling the task model, etc.








































Fig. 1 Generic architecture of a MB-IDE and model-based user interface development
process
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2.2 Declarative Models
Different model-based approaches use different declarative models (see also [Puerta94a],
[Wilson94], [Schlungbaum96a], [Wilson96b]). Generally, all MB-IDEs use either a task or a
domain model. Some MB-IDEs use both. Many MB-IDEs use dialogue and/or presentation
models. Furthermore, researchers mention user, implementation platform, and workplace
models, but these are rarely used. Henceforth, we discuss only the most frequently used
models: task, domain, user, dialogue and presentation models because these are the
declarative models which are used most frequently.
Before we discuss the use of the declarative models in certain MB-IDEs we introduce
their definitions. Until now, there are not any clear definitions of the different declarative
models used in the MB-IDEs [Wilson96b].
Task model
The book [Diaper89] presents 5 different approaches to task analysis, but there is no
consensus on the precise definition of a task. As Paul Walsh put it:
"In different methods, it is possible to find a description of tasks expressed in
terms of one, some or all of the following: objects, actions, roles, goals,
procedures, functions, processes, forms, attributes, relations, predicates,
rules, inputs/outputs, and transitions between states." [Walsh89, p.191]
The task analysis community distinguishes between task processing and goals, but these are
closely related. People act to achieve their purposes or goals. They do so by performing
some actions which usually change the state of a certain artifact in a certain context. This is
what we usually call task processing. Each task processing serves a certain goal and is
prerequisite to the satisfaction of that goal. Task processing describes an activity carried out
by a certain person to change the state of a domain.
G. Storrs has tried to unify the different definitions of a task. For our purposes we can
reuse his definition:
A task is a goal together with the ordered set of tasks and actions that would
satisfy it in the appropriate context. [Storrs95, p.358]
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This definition explicates the intertwining nature of tasks and goals. Actions are required to
satisfy goals. Furthermore, the definition allows the decomposition of tasks into sub-tasks
and there exist some ordering among the sub-tasks and actions. In order to complete this
definition we need to add the definition of goal and action:
A goal is an intention to change or maintain the state of an artifact (based on
[Storrs95, , p. 359]).
An action is any act that has the effect of changing or maintaining the state of
an artifact (based on [Storrs95, p. 359]).
These two definitions imply that the artifact is essential for task performance. Without an
artifact tasks lose their existence. Artifacts are real things existing in the context of task
performance - in the domain. Artifacts are modeled as objects and represented in the domain
model. This implies a close relationship between the task model and the domain model.
With these definitions we can derive the information necessary to represent in a task
model. According to [Storrs95], one task description includes
• one goal,
• a non-empty set of actions or other tasks which are necessary to achieve the goal,
• a plan of how to select actions or tasks, and
• a model of an artifact which is influenced by the task.
The above task description can be used as a basis for a task specification language. In fact,
the task models of MB-IDEs mentioned in this report are based on this description (see next
section). Two remarks are necessary. First, for software developers it is difficult to
distinguish between goals and actions. Usually both have the same designation, and this may
cause that a task specification language contains only a goal or an action. Second, a task
description usually includes a reference to an object in the domain model rather than a model
of the domain itself.
Which tasks should be modeled in a task model? The simple and clear answer is all tasks
the end user plans to accomplish using the interactive system. To achieve this, care must be
taken. Task analysis methods tend to model ideal situations and they do not recognize real
world obstacles [Hsi95]. Trouble arises if the accomplishment of goals depends on various
factors inside the domain or involves different users like in CSCW systems. Therefore, a
task model must include not only the tasks end users need to accomplish, but also tasks
which deal with different obstacle-situations. The ordering operators of task modeling
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languages (e.g., Sequence, Choice, Order independence) are not expressive enough to
describe plans with obstacle-situations. One possible solution is the additional use of
preconditions and effects in the task model in order to describe such complicated plans as
they are for obstacle-situations in an effective way. The user interface developer should use
ordering operators and preconditions with effects carefully in order to avoid inconsistencies.
Such task modeling must be supported by an appropriate tool.
The use of preconditions and effects reveals another important fact of model-based user
interface development. End users perform tasks to achieve their goals which represent a state
of an artifact of the domain. This artifact is modeled using the domain model (see next
subsection). In order to formulate preconditions and effects in the task model the user
interface developer needs some understanding of the domain model. Consequently, the
development of the task model and of the domain model is interrelated.
MB-IDEs usually include one task model which describes the tasks end users plan to
carry out using the developed interactive system. In the community of task-based design
approaches [Wilson96a], this task model is called envisioned task model. An envisioned task
model is a result of a design step based on the existing task model. The existing task model
describes the current work situation and can be a result of a task analysis. The task-based
design recommends the exploration of multiple envisioned task models based on the one
existing task model. If recent MB-IDEs include a task model then it should be an envisioned
task model, but these tools do not worry about the way to get it. One of the goals of MB-
IDEs is to support user-centered interface design. Therefore, they must enable the user
interface designer to create the different task models.
Domain Model
The first MB-IDEs were using a domain model to drive the user interface at runtime. These
domain models describe the application in general and include some specific information for
the user interface. For example, the UIDE domain model [Foley88, Foley89, Foley91]
includes:
• a class hierarchy of objects which exist in the application,
• properties of the objects,
• actions which can performed on the objects,
• units of information (parameters) required by the actions, and
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• pre- and postconditions for the actions.
Such a domain model is very similar to the models known from software engineering
methods and corresponding tools, especially the recent object-oriented methods and their
supporting tools. However, the software engineering methods do not have any real focus on
the user interface. On the other hand, the domain models developed by the user interface
community additionally includes some user interface information. Nevertheless, the
independent developments in these apparently different communities contain a danger. Jim
Foley wrote:
"... some information has to be specified twice, once by the software engineer
and once by the user interface designer. These tools should clearly be merged
to speed up the design process, avoid duplication of efforts, and avoid
potential inconsistencies between the dual specification." [Foley91, p. 11].
In their basic form domain models should represent the important entities together with their
attributes, methods, and relationships. This kind of a domain model corresponds to the object
model of recent object-oriented software development methods. MB-IDEs which feature an
automatic generation of the desired user interface usually extend the basic domain model with
user interface specific information (see next section).
After more than a decade, software engineering methods, irrespective of whether they are
structured or object-oriented, are criticized for their over-simplified or non-existing support
of user interface development. This trend remains even though most of today's software
developed is interactive. Even the most recent development by Grady Booch, James
Rumbaugh, and Ivar Jacobson, the Unified Modeling Language, a third generation object-
oriented modeling language [UML96], does not change this long-time observed situation.
Consequently, the only real way to integrate user interface and system development is the
simultaneous use of the data model. That is why, recent MB-IDEs include a domain model
known from the software engineering methods.
User Model
A user model describes the characteristics of the desired end users or groups of end users
(such a group is called a role) of the interactive system to be developed. The main purpose of
a user model is to support the creation of individual user interfaces [Schlungbaum96c]. The
individualization of a user interface can be constituted during design time or runtime. Design
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time individualization (e.g., development of adapted user interfaces) is usually supported by
a user model which represents the different roles, whereas the runtime individualization
(e.g., support of adaptive user interfaces) requires an individual user model for each user.
User characteristics can be classified as application independent and application
dependent. Application independent characteristics include preferences, capabilities, psycho-
motor skills, etc. Application dependent characteristics include goals, knowledge of system
and application, etc. Furthermore, a user model include rules to reason from a certain user
characteristic to a user interface design decision (e.g., selection of interaction objects)
Dialogue Model
A dialogue model is used to describe the human-computer conversation. It describes when
the end-user can invoke commands, select or specify inputs and when the computer can
query the end-user and presents information. In other words, the dialogue model describes
the sequencing of input tokens, output tokens and their interleaving. It describes the syntactic
structure of human-computer interaction. The input and output tokens are lexical elements.
The earlier MB-IDEs did not use an explicit dialogue model. The dialogue structure
information was included into the task or domain models.
Presentation Model
A presentation model describes the constructs that can appear on an end user's display, their
layout characteristics, and the visual dependencies among them. The displays of most
applications consist of a static part and of a dynamic part. The static part includes the
presentation of the standard widgets like buttons, menus, list boxes. Typically, the static part
remains fixed during run-time of the interactive system except for state changes like
enable/disable, visible/invisible. The dynamic part displays application-dependent data what
typically changes during run-time (e.g., the application generates output information, the end
user constructs application specific data). The presentation of application-dependent data is
one of the biggest pitfall if user interface developers use recent Interface Builders. Interface
Builders support only a general drawing area (e.g., Canvas widget) and all output inside a
canvas must be programmed using a general purpose programming language and a low-level
graphical library.
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2.3 MB-IDEs and their declarative models
This section summarizes the declarative models used in different Model-based Interface
Development Environments. This discussion includes the kind of declarative models, what
information these models represent and in which way the information is used to create the
running user interface. But it does not focus on the development of the functional core of the
application and the way the user interface is connected with the application core. All recent
MB-IDEs support an separated development of the user interface and application parts. The
presented information is summarized in Tables at the end of this section.
UIDE
In UIDE [Sukaviriya93b] the designer has to specify an application model (domain model)
that consists of application actions, interface actions, and interaction techniques. Parameters,
pre-conditions, and post-conditions are assigned to each action. The pre- and post-conditions
are used to control the user interface during run time by means of the UIDE runtime system.
An extension to UIDE [Sukaviriya95] provides an pplication model and an interface model.
The application model consists of tasks which will be performed by end-users, their
operational constraints, and objects on which these tasks operate. Interface components,
application-independent interface tasks, and operational constraints on these tasks are
specified in the interface model. The application model drives a special purpose runtime
system (e.g., the Simple User Interface Management System [Foley89]) to create the running
user interface. In this way, the application semantic information which is stored in the
application model is preserved from design time to run time. So it can be used for some
sophisticated tools to support the end-user, e.g. automatic generation of context-sensitive,
animated help [Sukaviriya90] or adaptive user interfaces [Sukaviriya93a].
AME and JANUS
The AME [Märtin96] and JANUS [Balzert96] systems are very similar from the point of
view of declarative models. Both systems emphasize the automatic generation of the desired
user interface from a much extended object-oriented domain model. During this automatic
generation process both systems make use of different comprehensive knowledge bases.
They do not include any other declarative models. Both systems generate user interface code
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for different target systems like C++ source code in order to link it with UI toolkits or input
files for UIMS like ISA Dialogue Manager or Open Interface.
TRIDENT
In TRIDENT [Bodart95a, Bodart95b, Bodart96] the designer has to specify a task model
which is represented by an Activity Chaining Graph (ACG) and an application model in form
of an entity-relationship diagram. The task model includes the interactive tasks the end-user
has to perform, and the sequencing information for tasks in order to achieve the related goal.
During the further development of the user interface the Activity Chaining Graph is extended
by presentation units. These presentation units represent an additional input for the automatic
generation procedure in the TRIDENT system. They could be understand as a very simple
presentation model. But the presentation units do not include any more information regarding
the user interface layout and that is why we will consider them as an extension to the task
model. Finally, a textual description of the user interface is generated by using of different
comprehensive knowledge bases.
GENIUS
In GENIUS [Janssen93] the designer uses the existing data model of the application to
design the user interface. This model of the application (domain model) is represented as an
extended entity relationship model. In the data model the developer must define views that are
used for explicit dialogue modelling by means of Dialogue nets and for the layout generation.
A textual description of the user interface is generated which is an input for the UIMS ISA
Dialogue Manager.
TADEUS
In TADEUS the user interface developer creates the task, domain, user, and dialogue models
[Elwert94, Elwert95] which are the basis of subsequent development of the interactive and
noninteractive parts of interactive applications. The task model represents a hierarchical
structure of the tasks the end user plans to carry out using the interactive system. Like TKS
[Johnson92] each task representation includes a goal, a procedure to achieve this goal,
preconditions and effects, and subtasks with an ordering. The domain model represents the
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important entities (objects with attributes and methods) of the application domain using an
object model known from object-oriented analysis methods like OMT [Rumbaugh91]. The
user model describes prospective end users in terms of roles and their relations to the tasks
they perform.
On the basis of these three declarative models the dialogue developer creates the dialogu
model. The dialogue design includes manual, computer-aided, and automatic steps. Two
levels of dialogue are distinguished in the TADEUS dialogue model: the navigation and the
processing dialogue. The navigation dialogue describes the sequencing between different
task-oriented presentation units called dialogue views. It can be specified by means of
Dialogue graphs [Schlungbaum96b] which are based on Coloured Petri Nets. The processing
dialogue deals with the description of the dialogue within a dialogue view including the
realisation of state changes on the level of user interface objects. All parts of processing
dialogue could be generated automatically, but in order to improve the generation result the
user interface developer can provide additional presentation information using interaction
tables.
In TADEUS the final user interface is generated automatically from the specified
declarative models, a software ergonomics knowledge base, and auxilary interaction with the
user interface developer in order to request non-specified information. The result of the
generation procedure is a dialogue script file for an existing UIMS, e.g. the ISA Dialogue
Manager.
MECANO --> Mobi-D
The development of the Mobi-D modeling language (MIMIC) and the corresponding tool
environment [Puerta96a] is based on the experience developing the MECANO system
[Puerta94b]. While the MECANO system like the AME or JANUS systems only used a
domain model to generate the final user interface the Mobi-D system supports the user
interface developer to design the user interface through specifying task, domain, user,
dialogue, and presentation models. Furthermore, the MIMIC modeling language supports a
design model. This design model describes dynamic relationships between entities of the
other declarative models. It allows a considerable flexibility for the designer whereas for
example, the relationships between the declarative models in TADEUS are predefined.
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Although the Mobi-D environment emphasizes support of the user interface design
instead of automatic generation like in MECANO, it will contain automatic tools to do
automatic transformations between the different declarative models and to implement the final
user interface without additional programming.
FUSE
The use of declarative models in FUSE [Lonczewski96] is similar to TADEUS. The
developer creates task, domain, user, and dialogue models. The task model represents a
hierarchical structure of the end user’s tasks. The domain model uses an algebraic
specification to describe the functions and data structures of the UI-relevant part of the
functional core of the application. The user model is a description of static and dynamic
properties of user groups and individual users which influence both the UI generation
process and the kind and depth of the help offered by the user guidance component. The
dialogue model is generated by using the task, domain, and user models and additional
dialogue design guidelines and can be modified by the UI developer. The dialogue model is
represented by Hierarchic Interaction graph Templates (HIT) [Schreiber95] which are based
on attribute grammers and dataflow diagrams.
The final user interface is automatically generated from all four declarative models.
Furthermore, the FUSE system allows the automatic generation of an intelligent user
guidance component from the task and dialogue models.
MASTERMIND
In MASTERMIND [Szekely96a] the user interface developer has to create task, application
(domain), and presentation models. The application model is specified using the CORBA
interface definition language (IDL). The task model describes the end user’s tasks in a
hierarchical structure and contains the necessary ordering information to control the user
interface at runtime. The presentation model describes the layout of the user interface
including static and dynamic displays. It allows the specification of automatic presentation
updates when the application data or the presentation context changes. Furthermore, it
incorporates principles of graphic design in order to give a comprehensive support to the
dialogue designer.
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Table 1 Declarative Models and their application in MB-IDEs























model X in MB-IDE Y fits our definition
model X in MB-IDE Y fits our definition but the model is much extended
model X is included in the Interface Model of MB-IDE Y, but there are not any examples which
make use of it
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Table 2 Domain Models and their possibility for integration with recent CASE tools




























domain model is equivalent to the model of recent CASE tools
integration of this domain model requires additional transformations
a direkt integration is difficult
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3 Declarative models in future MB-IDEs
The hitherto existing model-based user interface software tools could be classified into two
generations:
• 1. Generation
The first generation tools like UIDE, MECANO, AME, JANUS used one universal
declarative model as the Interface Model. They emphasized the fully automatic generation
of the final user interface instead of a user interface design process.
• 2. Generation
The Interface Model of the second generation tools like MASTERMIND, Mobi-D,
FUSE, TADEUS is much improved. Their Interface Model is structered into many
declarative models (see Fig. 1). The second generation MB-IDEs support an incremental
user interface design. During the user interface design process the designer has to specify
different aspects of the desired user interface for what these tools provide specific
declarative models like task, domain, user, dialogue, and presentation models.
The current MB-IDEs are criticized because they mostly support the generation of form-based
user interfaces only. One of the reason of this situation is that most MB-IDEs generate the
final user interface for UI toolkits or UIMS which provide a large-scale set of UI widgets1
supporting form-based user interfaces only. The use of UI elements with a standard behavior
is reflected in the declarative models. For example, the TADEUS dialogue model includes the
rudimentary specification of the input token (end user interactions - lexical elements of the
end user’s input language) and output tokens (layout parameter - lexical elements of the
computer’s output language). Other MB-IDEs like Mobi-D include a separate presentation
model in order to specify the output token more exactly. However, no one of the current MB-
IDEs includes an interaction model in order to specify the input token.
But a comprehensive Graphical User Interface needs to represent application specific
objects and to attach to them an interactive behavior. This fact requires a rethinking about the
1A UI widget consists of a layout and an standard interactive behavior whereby both parts tightly
interconnected. The user interface developer can change characteristica of a widget using its attributes.
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ontology2 of the Interface Model. The following suggestion is based on the current
discussion in the MASTERMIND project team [Browne96].
The Interface Model ontology of future MB-IDEs is influenced by two ideas. The first is
programming language design, which provides foundations for any modeling process. The
second is object-oriented user interface toolkit technology, which provides abstractions and
control mechanisms. User interface design is analogous to programming language design
[Foley90]. Interfaces can be thought of as being composed of two languages: one in which
the end-user communicates to the computer, and one in which the computer communicates to
the end-user. The act of engineering user interfaces can be therefore thought of as the
simultaneous design of these two languages. Independent of this is the emergence of new
abstractions in the object oriented user interface toolkit community [Myers90a]. Two
constructs, constraints and interactors, permit sufficiently declarative models to instantiate the
design ontology and compile into executable code.
The language analogy suggests applying the phases of programming language design to
the simultaneous design of the input and output languages. There are three phases in this
process:
• Semantic Design
Semantics refers to the meaning or intentions of the end user. User task analysis
[Diaper89] is applied to codify a system at this level. This is the understanding the end
user will have in his or her mind when using the system. This conceptual model is
refined into a detailed semantic model of the system by incorporating the functional
requirements of the application.
• Syntactic Design
A syntactic model is defined which denotes the detailed semantic model. Forms in the
syntactic model represent procedures that, when executed, cause some semantically
prescribed effect to occur. The primary difference between syntactic and semantic models
is that syntactic models are specified procedurally (as an ordered series of steps); whereas
semantic models are non-procedural (declarative). Dialogue techniques are syntactic;
whereas the user tasks that these dialogue techniques are employed to accomplish are
semantic.
2Ontology: a description (like a formal specification of a program) of the concepts and relationships that can
exist for an agent or a community of agents [Gruber].
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• Lexical Design
A lexical model, describing low-level tokens, is defined alongside the syntactic model.
For the input language, these tokens include keystrokes, mouse clicks, or mouse motion.
For the output language, these tokens include output characters, beeps, or graphical
widgets. Sometimes lexical tokens are organized into gestures3.
The language analogy, while conceptually elegant, is not feasible if the lexical level embodies
keystroke level input events and atomic output events like beeps, or flashes. This is
analogous to a compiler whose lexical analyzer feeds single characters to its parser. Compiler
theory teaches us that single characters are inappropriate tokens because they inject too much
complexity into the corresponding parsers. To see how this problem manifests itself in UI
design, consider a drag-and-drop interface. A burst of activity begins with an end user
clicking down on an icon. Immediately a shadow icon appears, and as the end-user moves
the mouse, the shadow icon changes its position on the screen. The burst of activity ends
when the end-user releases the mouse button signifying a drop over some other icon. If we
consider each mouse move event and icon redraw to be tokens, then the syntactic description
of drag and drop will be extremely complex. Compiler theory suggests we simplify this
problem by making tokens more abstract than just mere input and output events. In
compilers, tokens embody patterns of input characters. Lexical UI design should, therefore,
identify patterns of input/output events and treat these patterns as tokens. User-computer
interfaces are characterized by bursts of tight, high volume, feedback intensive, input/output
event sequences, and these sequences can be described by patterns.  To represent lexical
patterns, we pull ideas from object oriented UI toolkits.
Object oriented toolkits like Garnet [Myers90b], and Amulet [Myers96] provide
interactors which encapsulate these tight input/output protocols into implemented units that
may be selected from a library and specialized to a particular use. In both toolkits, the number
of interactors is fixed and relatively small. The interaction model is an abstraction of
interactors, and we consider it a lexical model. As another example, consider how window
sizes might need to change dynamically to accommodate the insertion/deletion of graphical
objects. Object oriented toolkits use constraints to declare that an object’s attributes be
dynamically recomputed when another object’s attributes change. This mechanism abstracts
away a great deal of sequencing that would otherwise have to be implemented in the two
3gesture: a stereotypical sequence of end-user input actions such as clicking on an object and then moving the
mouse.
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languages. The presentation model allows designers to use constraints when specifying
presentation layout, and we consider it a lexical model. The final lexical specification is the
application wrapper. The application wrapper is currently nothing more than an application
program interface for invoking behavior in a (possibly distributed) application. Treating it at
the lexical level allows us to consider method invocations as tokens.
The syntactic component of design is captured by one model, the dialogue model.
Syntactic models abstract a meaningful ordering structure over tokens described in the lexical
models. In programming languages, syntactic models are usually specified by context-free
grammars whose terminal symbols correspond to tokens in a lexical model. Unfortunately,
there are orderings mechanisms in dialogue models that are not expressible using context free
grammars. The essence of grammars, however, are hierarchical ordering constraints over
tokens. The dialogue model declares hierarchical ordering constraints over interaction tokens.
Task organization and application functionality are semantic concepts. Interaction,
presentation, and application invocation are lexical concepts, and dialogue is a syntactic
concept. These models must precisely define the input and output languages and express their
interleaving. This ontology is depicted in the figure below:
Task model Domain model
Dialogue model




Fig. 2 Ontology of an Interface Model of future MB-IDEs
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