Abstract: Service-Oriented Architecture (SOA) is a paradigm to implement loosely-coupled, platform-independent distributed software systems using communicating services. Currently, SOA is well-recognized as an established architectural paradigm for distributed systems. Specific design principles for SOA have been recognized as fundamental for implementation in practice. In this article, a systematic literature review is performed to characterize SOA design principles regarding criteria including main domains of application, situations in which SOA is used, which basic design principles are used in practice, how research is evaluated, what benefits of using SOA design principles have been reported, and how SOA applications have been modeled. From 507 articles first selected, 67 were fully read, and 27 were considered of relevance for this research. Interesting results were found from this review. Most studies cited using at least one SOA design principle. Quality of SOA applications has been hardly mentioned. Few studies dealing with the effective application of design principles and how they affect quality are mentioned. SOA Design Principles are presented as key concepts in literature, but are not always shown in case studies as being explicitly applied in practice.
Introduction
Several distributed solutions have been proposed for systems integration in past years, with varying degree of success and limitations [1] . SOA (Service-Oriented Architecture) is an attractive technology because it enables reuse of legacy systems as well as possibility of keep using a system instead of developing a complete new version. SOA also facilitates integration of systems running on heterogeneous environments. Legacy systems developed in past decades are known to be inflexible and difficult to maintain for many reasons [2] , including their complexity, which makes them difficult to understand, and shortage of personnel who can understand their intricate logic. SOA has emerged with promise of allowing legacy systems to expose their core functionality as services [3] .
Currently, SOA is well established as an architectural paradigm for distributed systems [4] . Within SOA, developers can combine and integrate internal legacy software assets with further components, possibly in other networks, with purpose of creating new applications. All those legacy systems that used to operate in  Service reusability: services are reusable. Services encapsulate logic that is useful for more than one service request. This logic is generic enough to allow many usage scenarios and can be used for different types of service consumers.
 Service autonomy: services are autonomous. Services have a contract that expresses a well-defined functional threshold which should not involve other services.
 Service statelessnes: services minimize dependence on states. Services are specifically designed to minimize periods during which they exist in a condition of dependence on state information.
 Service discoverability: services are designed to be effectively discovered and interpreted so that discovery, its purpose and capabilities are clearly understood. Service contracts should contain adequate metadata that will be referenced correctly when viewing queries are issued.
 Service composability: services are designed to act as effective composition participants, regardless of size and complexity of composition. Services can be composed to automate business processes of a company. Article [17] cites most of the design principles proposed by Erl, as well as additional principles, including Service Encapsulation, Service Optimization and Service Relevance. According to the authors, Service encapsulation means many services are consolidated for use under SOA. Often, such services were not planned to be under SOA. Service Optimization means high-quality services are generally preferable to low-quality ones. Finally, Service Relevance is a functionality presented at a granularity recognized by the user as a meaningful service. Nevertheless, the article does not mention who proposed these new principles.
Article [18] mentioned Service Component Modularity, Change Management and Integration as design principles. Article [19] is another work presenting other types of design principles, such as Granularity. Articles [20] and [21] also mentioned service granularity. Granularity is a design principle proposed by Leger and Vogel in 2007 [22] . Article [23] mentioned the design principle Service Oriented Usability. According to [24] , usability is a nonfunctional software quality characteristic defined with sub-characteristics. Major sub-characteristics are: understandability, learnability, and operability. Service oriented usability is the grade given by a user of service oriented applications. Within this article, design principles related to usability of services are defined, as for instance, if diagrams are developed for service, if life cycle and lifetime of services are defined, and even if connections to access each service are defined. Article [25] presented another design principle called Business Alignment, meaning the Service provides related set of functionality. For example, a Service related to student registration should not perform functionalities related to Professor.
Protocol
Steps for the systematic review include definition of research questions, definition of venues, definition of the search string and testing the search string.
Research Questions
Research questions addressed in this article are described as follows. The reason for each research question and what is expected from each one is briefly explained after each question.
RQ1: What are the purposes of using SOA? SOA has been frequently associated with legacy systems [3] . With this question, we want to know most common activities related to using SOA in practice. One can expect that services are used to integrate legacy systems for developing new complex distributed applications. However, we want to know if there are further purposes for using SOA besides integration of systems.
RQ2: What are the most used design principles for SOA applications?
From the list of design principles for SOA, we want to know which ones are most used for developing SOA applications, and also why these are most used. On the other hand, if a design principle is not used at all, then it is of utmost importance to know why. We want to know how modeling of SOA applications is performed, and which modeling languages and specific diagrams are used for modeling SOA applications.
RQ6: For which domains are SOA applications developed?
The purpose with this question is to map which domains are most commonly using SOA, and if SOA has been applied only to specific domains. Therefore, we want to know if SOA applications are restricted to specific domains, or are widely applied in industry and academia.
Search Process
Search was performed in journals and conferences from 2008 to 2014. This choice of dates interval was decided based on two reasons. First reason is because Design principles for engineering service applications is a research challenge presented in 2008 [5] . Finding out if this gap has been adequately addressed by researchers in the last seven years is an open question. Another reason is because publications to be searched must be up to date, and more importantly, design principles for SOA were systematized by Erl in his 2007's book [16] (although we have also looked at other design principles recently published).
Search strategies in SLR often involve automatic keyword searches in digital libraries. Venues searched included ACM, ScienceDirect, Springer, and IEEE Xplore Digital Library. The defined search string was (("service oriented architecture" or "service oriented computing")) and ("design principles"). The total number of retrieved articles was 507.
According to [31] , software engineering digital libraries do not provide good support for identification of relevant research and selection of primary studies. Therefore, a manual selection of articles in relevant venues was also performed. We also searched in IEEE TSE (IEEE Transactions on Software Engineering) and ACM TOSEM (ACM Transactions on Software Engineering and Methodology).
Inclusion and Exclusion Criteria
A criterion to effectively consider an article for evaluation in this SLR was divided into two steps. First step consisted of analyzing all 507 articles in order to find those that would be the most important ones for this SLR. In this first step, for each article, title, keywords, and abstract were read and catalogued. This is a crucial part of the step which was taken carefully. Thus, the choice was to perform this part independently by both authors. Each author classified each paper, in terms of selection for further steps, as "Definitely", "Possibly", or "Not Selected". For the final list of selected articles, the following rules were applied:  R1 Article is selected if it has been classified with at least one "Definitely".
 R2 Article is selected if it has been classified with two "Possibly".
 R3 Articles classified with two "Not Selected" were obviously not chosen.
 R4 If an article was classified as one "Possibly" and one "Not Selected", then title, abstract and keywords were read again, as well as the conclusion. Then, the article was classified again, and if classification remained the same, it was discarded. Otherwise, one of the first three rules was applied. These rules were applied by considering the selection process has some qualitative analysis, and it is hard to make it completely deterministic.
After this first step of classification, 67 articles were selected. This number of selected articles can be considered low (about 13%). However, according to article [6] , which presents a Systematic Literature Review of Systematic Literature Reviews in Software Engineering, the percentage of selected articles normally varies from a minimum of 1,30% to a maximum of about 67%. Most works selected from 5% to 15% papers. Therefore, the final number of selected papers makes the research relevant. Another reason why the number of selected articles was low is because the word "service" has many meanings, and is a common word even outside the service-oriented domain. However, even when the domain is the right one, most articles were not meaningful for this systematic review because they consider other aspects such as business or infrastructure.
For the second step, all 67 articles were fully read, with the purposes of comprehending main subject and trying to find answers to defined research questions. Articles were considered relevant if they answered at least one of the research questions. In summary, relevant articles considered at least one of the following aspects:
 Article proposes a real application in practice, an experiment, a case study, or industrial cases.
 Article used some kind of modeling for SOA.
 Article mentioned design principles for SOA.
 Article mentioned keywords such as modularity, architecture, coupling, cohesion or granularity.
 Article evaluated influence of a design principle in the final quality of the product. The overview of the selection process and exclusion is depicted in Fig. 1 . Total number of relevant articles, as described in Table 2 , was 27 (about 5.5% of initial total number of articles). 
Characterization
Items for characterization of the research on application of Service-Oriented principles, and how SOA is applied in practice, are domain of application, situations in which SOA is applied in practice, which principles are used, how published researches are being validated, found benefits of SOA design principles, and how SOA design has being modeled.
RQ1  What Are the Purposes of Using SOA?
In this section, we analyze how SOA has been used in practice. Table 3 shows that SOA has been considered in activities related to refactoring legacy systems, integration of systems with the purpose of producing a new system, and to create new methodologies to develop systems.
Currently, SOA is well-recognized as an established architectural paradigm for distributed systems [4] . Several systems can be connected to exchange information and implement business requirements. Services in SOA are platform independent [32] . This feature is of great advantage because SOA enables integration in heterogeneous environments. Thus, no matter what platform the system has been developed in, it is always possible to propose integration using SOA [1] .
Some articles in this review present real applications of using SOA to integrating systems. For example, in [33] , a real world application that uses SOA to create a service called AddressManagement is developed. This service currently retrieves addresses given an address identifier. Other articles present real word applications of SOA through creation of new systems. In these cases, integration of systems originated new systems. For instance, the proposal in [20] is a new software called "The AWARE" project, which overall goal is to provide hydrologists with distributed and reusable tools to monitor and to predict water availability. Table 3 . Use of SOA in Each Article Another important contribution of SOA is to enable reuse of legacy systems. SOA has emerged promising to allow legacy systems to expose their core functionality as services [3] .
Some studies in this review presented applications in industry that used SOA to refactoring legacy systems. In one case [18] , services are created to update and insert business rules. According to the authors, SOA represents an opportunity to renovate core banking systems in a progressive manner. SOA enables banks to create an open, flexible technology framework, making integration of both internal and external applications relatively simple and allowing for far easier and faster changes to business.
In other studies, SOA is presented with new methodologies. Those articles do not present real applications of SOA, but they propose new methodologies based on SOA. Article [34] proposed a new methodology to teach SOA using concepts of object-oriented programming. Article [23] proposes an approach to measure service oriented usability.
RQ2  What Are the Most Used Design Principles for SOA Applications?
Some specific design principles for SOA have been used in the studies. One popular work in specific design principles for SOA is the one proposed in [16] . Some other studies have cited other authors in this area, including [22] , [23] , [17] , [25] . All design principles mentioned in Table 4 were briefly explained in Section 2. Six out of twenty-seven studies did not consider any design principle. Articles [35] , [36] , [37] , [38] , [39] and [40] have not cited using design principles for development of their SOA applications. This does not mean the principles were not considered: it just means they were not mentioned.
Twenty-one out of twenty-seven studies cited they used at least one SOA design principle. Service Loose Coupling and Service Reusability were the most cited principles in studies (both were cited 11 times). In general, design principles described by Erl in [16] -Service Contract, Service Loose Coupling, Service Abstraction, Service Reusability, Service Autonomy, Service Statelessness, Service discoverability and Service Composability -are the most widely applied. Therefore, despite the work of Erl can be considered for business professionals in industry, it is also relevant to academic studies.
Granularity is a design principle proposed in [22] and was considered by 3 studies ( [19] - [21] ). Service Encapsulation, Service Optimization, Service Relevance, Service Oriented Usability, Business Alignment, Service Component Modularity, Change Management, Integration and Transformative User Experience are less addressed by studies. Each one of these design principle was cited just once.
Some articles (Articles [37] , [41] , [38] , [40] ) did not explicitly mention using design principles for implementation of the case study. Despite this, it is possible to infer that design principles were used during development. For example, in [38] the principle of Service Contract was used because the WSDL standard which specifies service interface is mentioned.
RQ3  What Are the Benefits of Applying SOA Design Principles? Are these Benefits Measured?
In this section, we investigate if design principles for SOA provide benefits for final application quality and how these benefits are measured. Few articles mentioned influence of design principles on final software quality.
In [19] , authors addressed the influence of design principles in quality of SOA applications. Considered design principles were coupling and granularity. Metrics for measuring coupling and granularity of services were proposed. As for conclusion, the paper explains that, in order to improve quality of SOA applications, it is critical to obtain low values in coupling metrics and high values in granularity metrics.
Author of article [25] states Services that follow design principles are robust to changes and are largely reusable in multiple scenarios but in similar domains. Based on this, the article proposes a formal, rigorous approach to check adherence of design principles in the solution. Considered design principles were Business Alignment, Coupling, Reusable, Autonomous and Stateless. This approach will help designers to validate if Services follow principles at design time. 
RQ4  How Are SOA Applications Evaluated in Practice?
Most studies were validated by using case studies. Only one article was evaluated with a controlled Experiment (Table 5) .
Two types of validation were performed in [42] . First one is a case study: a SOA software developed specifically for this study, based on an existing service-oriented Academic Management System. Second step on this study is to conduct a controlled experiment to evaluate proposed coupling metrics.
Three studies - [43] , [23] , [34] -were proposed without any kind of validation. Article [44] produced a quantitative evaluation by comparing the degree of coupling implied by different Web services technologies: RESTful HTTP, RPC over HTTP, and WS-*.
RQ5 -How Are SOA Applications Modeled?
Some issues about modeling SOA are addressed in this review, such as how modeling is performed, and which modeling languages and specific diagrams are used for modeling SOA applications. Table 6 shows which modeling diagrams have been used to design SOA applications. The reason why not all 27 studies appear in Table 6 is because only studies that explicitly applied modeling diagrams are presented in this Table. In Table 6 , words had to be abbreviated due to lack of space. FC means Flowcharts, DF means Data Flow, FSG means Functionality and Service Graph (a graph defined to identify services based on an aggregation or disaggregation of functions or functionality Another study [36] represents services graphically, but the diagrams defined by authors did not follow any standard. Due to lack of standardization, the understanding of the diagrams is difficult.
Nine studies have used some kind of diagram to model the developed system. Most studies, 18 out of 27, did not mention any kind of modeling language. Table 6 . Modeling Diagrams Used in Each Study SOA applications have been modeled with different diagrams. Each software designer represents the system and services which must be developed in whatever way is most appropriate. However, this represents a lack of standardization in this area. In addition, the fact most studies did not mention using diagrams can mean the description of service functionalities is performed in natural language, which can lead to problems related to misunderstandings, inconsistencies, and ambiguities [45] , [46] . In this context, it is possible to reflect on some questions for future research. Can SOA applications be fully modeled using general purpose diagrams, such as UML diagrams? Does Natural language has been used due to lack of adequate diagrams? Surprisingly, SoaML [47] , a modeling language specifically defined for designing SOA applications, was not mentioned in this review. Reasons for this are not yet clear, and need to be investigated in future research. One possibility is the novelty of the language, officially released on March 2012 (even tough beta versions were published in 2009).
RQ6  For Which Domains Are SOA Applications Developed?
Articles found in this SLR present diversity in terms of fields of application of SOA. Case studies of each article are presented in Table 3 . This listing has been performed to show which application domains are used in the case studies. It is interesting to note that SOA has been applied in different domains, and the application of SOA is comprehensive for various domains. In Table 3 , one can analyze that SOA has been applied from academic applications to military, healthcare and infrastructure systems. 
Conclusion
According to the presented SLR, SOA has been applied in various areas, including financial systems, manufacturing of goods, healthcare information systems, research-oriented applications in engineering, and academic software applications. Therefore, it is safe to assume that SOA has been widely applied in projects both in academia and industry.
Specific design principles for SOA were proposed in literature with the purpose of being crucial guides on how to create applications based on services. However, few studies dealing with applying design principles and how they affect quality are mentioned. Design principles guide about how services can be reused, but the high reusability of an application is to be defined by good decisions taken by developers, which depends on knowledge and experience. This is true as well regarding granularity.
Although SOA design principles are considered fundamental for SOA applications and are widely referenced in literature, authors of six out of twenty-seven studies have not explicitly mentioned whether they have used SOA design principles. Twenty-one out of twenty-seven studies cited using at least one SOA design principle. Sixteen studies cited using two or more design principles. Design Principles are presented as key concepts, but are not always shown in case studies as being explicitly used and how they are used in practice. Design principles are proposed as key concepts to help developing good design solutions. However, only two articles mentioned influence of design principles on final software quality. Quality of SOA applications has been poorly mentioned as described in this article.
Even though a specific modeling language for SOA has been proposed, the SoaML modeling language was not mentioned in this review. The reasons for this result are not clear, and can only be speculated. One possibility refers to the novelty of the language. In addition, UML is well-known in academia and software industry, which makes it a suitable choice for most authors.
As for limitations of this work, the number of selected articles can be considered a threat to validity. Although most systematic literature reviews selected from 5% to 15% papers, and the one presented in this article selected approximately 6%, the final number of selected papers, 27, could be higher in future works. Another threat to validity is that results are based on information written in published papers only, not on interviews with authors. Therefore, even when a design principle is not mentioned in a study, it is possible the principle was used but the authors did not mention. Another example is the choice of modeling language. Even in articles which did not mention the use of modeling languages, one cannot infer the authors of respective articles did not use one.
