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Abstrakt
Tato práce se zabývá detekcí dynamických síťových aplikací. Popisuje některé stávající
protokoly a způsoby jejich identifikace z IP toků a obsahu paketů. Představuje návrh de-
tekčního systému, založeného na automatické tvorbě regulárních výrazů a popisuje jeho
implementaci. Prezentuje vytvořené regulární výrazy pro BitTorrent a eDonkey protokol.
Jejich kvalitu srovnává s řešením L7-filteru.
Abstract
This thesis deals with detection of dynamic network applications. It describes some of the
existing protocols and methods of their identification from IP flow and packet contents.
It constitues a design of a detection system based on the automatic creation of regular
expressions and describes its implementation. It presents the created regular expressions
for BitTorrent and eDonkey protocol. It compares their quality with the solution of L7-filter.
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Kapitola 1
Úvod
Dynamické síťové aplikace mají v dnešní době velké zastoupení a jsou stále populárnější.
Tyto aplikace jsou založeny na architektuře P2P a jejich chování není vždy stejné. Řada
z nich využívá více metod komunikace pro dosažení svého cíle. Pokud nemohou navázat
spojení se vzdálenou stranou pomocí výchozí techniky, přechází na další. Často využívají
jiné, než standardní komunikační porty a některé aplikace rovněž poskytují mechanismy pro
obcházení firewallů a ”protlačení”komunikace skrz síťový router s nastaveným překladem
síťových adres. Dynamičnost je také dána povahou samotné koncepce sítě, ve které její uzly
průběžně vznikají a zanikají.
Důvodů, proč provádět detekci, je celá řada. Poskytovatelé internetu mohou na základě
informací o využití sítě a provozovaných službách nastavovat QoS (Quality of Service).
Administrátoři získávají přehled o dění ve vnitřních sítích nebo například zaměstnavatel
může kontrolovat, zda zaměstnanci neporušují stanovená nařízení o používání počítačů
v pracovní době.
Cílem této práce je seznámit se s dynamickými síťovými aplikacemi, s možnostmi jejich
detekce na základě obsahu paketů či informacích o IP tocích a navrhnout systém na jejich
detekci. Jeho prototyp naimplementovat a porovnat jeho kvalitu.
Samotné jádro práce se zaměřuje na obsah paketů a klasifikaci dat pomocí regulárních
výrazů. Přesněji, na automatickou tvorbu regulárních výrazů ze záznamů síťové komunikace,
které jsou následně využity pro detekci jak ve vytvořeném systému, nebo mohou být vloženy
do jiných existujících nástrojů, které provádí klasifikaci na základě regulárních výrazů.
Následující obsah dokumentu je rozdělen do několika kapitol, jejichž podstatu nyní
krátce přiblížím. Kapitola 2 obnáší seznámení se s dynamickými síťovými aplikacemi, a to
v podobě jejich komunikačních protokolů. V kapitole 3 jsou představeny možnosti detekce
těchto aplikací a kapitola 4 se zabývá samotným návrhem detekčního systému. V následu-
jící kapitole (5) bude popsána implementace systému a její úpravy při vývoji. Kapitola 6
představí způsoby získání záznamů síťové komunikace pro trénovací fázi systému. Budou
zde uvedeny nedostatky volně dostupných datových sad z internetu a budou představeny
nástroje pro sběr dat podle komunikující síťové aplikace. Kapitola 7 se věnuje testování
vlastností vytvořeného systému a v kapitole 8 bude systém porovnán s L7-filterem. Kapi-
tola s číslem 9 nastíní další možnosti vývoje systému.
Poslední kapitola (10) nabízí ucelený pohled na problematiku detekce a shrnuje dosa-
vadní výsledky.
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Kapitola 2
Dynamické síťové aplikace
V následující části bude přiblížena obecná architektura P2P sítí a protokolů z ní vycháze-
jících. Dynamickými aplikacemi jsou pak ty, které implementují dané protokoly.
2.1 Architektura P2P
P2P (peer-to-peer) je síť, kde každý účastník vystupuje v roli klienta i serveru a je si rovný
se všemi ostatními, jak je vidět na obrázku 2.1. Komunikace tedy probíhá přímo mezi dvěma
účastníky. Klientem je stroj, který vznáší požadavky na data a server je naopak ten, který
data poskytuje. Tato síť slouží především pro sdílení a výměnu dat mezi uživateli.
Obrázek 2.1: Architektura sítě P2P [15].
Na rozdíl od architektury klient-server s jedním serverem a zpravidla více klienty, kteří
se k němu připojují, nabízí P2P síť vysokou úroveň decentralizace, neboť je možné získávat
data z různých zdrojů. Pokud umožňuje více strojů v síti pokrýt stejné požadavky, je tato
lépe vyvážená, a nedochází tak k přetěžování linek. Rovněž se stává flexibilnější a odolnější
vůči výpadku.
Jak bylo řečeno, P2P je v podvědomí uživatelů hlavně díky sdílení a výměně dat. Má
ale i další uplatnění. Například v IP telefonii, vyhledávání informací pomocí svobodného
softwaru YaCy [26] či v rychlé výměně zpráv.
Na architektuře P2P stojí řada protokolů a sítí jako BitTorrent, Direct Connect, Fast-
Track, Gnutella, eDonkey, Freenet atd.
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2.2 Skype
Skype je nejen proprietárním protokolem, ale také klientskou aplikací P2P VoIP. Jak je
uvedeno v [4], o jeho vzik se zasadili tvůrci programu KaZaa v roce 2003. Mimo hlasovou
komunikaci, která je mezi koncovými účastníky šifrována, také podporuje rychlou výměnu
zpráv. Jeho význačnou vlastností je funkčnost napříč firewally a NATy.
Díky reverznímu inženýrství bylo umožněno získat informace o fungování skype proto-
kolu, ovšem i tak stále existují určité aspekty, které nejsou zcela známi a autoři analýzy se
tak pouze domnívají o jejich činnosti [4].
Síť Skype tvoří dva typy uzlů. Jsou jimi běžné uzly, kde každý z nich je samotná aplikace
Skype, kterou lze využít k hlasovému volání a posílání textových zpráv. Druhým typem jsou
super uzly. Mimo tyto zmíněné se v síti ještě nachází centrální Skype login server, u něhož
se musí běžný uzel, připojený k super uzlu, autentizovat. Na tomto místě jsou uložena
uživatelská jména a hesla. Další funkcí login serveru je zajištění unikátnosti uživatelských
jmen. Architekturu sítě Skype lze vidět na obrázku 2.2.
Obrázek 2.2: Architektura sítě Skype [16].
Každý uzel se může stát kandidátem na super uzel, pokud má veřejnou IP adresu,
dostatečný výpočetní výkon, paměť a šířku pásma. Je to vlastnost, kterou nelze zakázat.
Skype klient obsahuje tabulku (host cache) skýtající dvojice IP adresa a číslo portu super
uzlu. Tu si vytváří a průběžně aktualizuje. Maximálně může mít uloženo 200 položek, ale
vždy musí být zajištěno, že obsahuje alespoň jeden platný záznam.
Pro příchozí komunikace se otevírají TCP i UDP porty s náhodně vygenerovaným číslem
při instalaci (konkrétně v mém případě 45053) a je možné jej v nastavení programu změnit.
Dále také naslouchá na TCP portu číslo 80 (HTTP) a 443 (HTTPS).
Šifrování komunikace mezi účastníky je dvojího druhu. Asymetrické RSA s délkou klíče
1024 bitů, kde veřejný klíč je certifikován Skype serverem při přihlášení. Pomocí RSA1 se
účastníci bezpečně domluví na symetrickém klíči délky 256 bitů pro šifrovací algoritmus
AES2.
1RSA - iniciály autorů algoritmu (Rivest, Shamir, Adleman)
2AES - Advanced Encryption Standard
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Dalšími funkcemi aplikace skype je správa seznamu kontaktů a určování, zda je schována
za firewallem či NATem.
Síťovou komunikaci klientské aplikace lze rozdělit do několika tříd podle požadované
funkce. Patří sem spuštění, přihlášení se, sestavení a ukončení hovoru, výměna zpráv, vy-
hledání uživatelů a přenos souborů.
Při spuštění aplikace klient posílá následující požadavek (verze 4.1.0.20 pro linux):
GET / HTTP/1.0
Host: conn.skype.com
User-Agent: Skype WISPr
a odpovědí je mu HTTP/1.1 200 OK.
Během přihlašování prvně posílá UDP paket délky 18 bytů na sedm výchozích IP adres
super uzlů s cílovým portem 33033. Pokud nepřijde žádná odpověď do pěti vteřin, pokusí se
navázat spojení se super uzly pomocí TCP opět na portu 33033. Skype ve verzi 1.0 pro linux
se snažil při neúspěchu ještě sestavit TCP spojení na portu 80 a 443. Pokud selhal každý
z předešlých přístupů, opakuje se celý proces po 6 vteřinách.
Po připojení se k super uzlu nastává fáze autentizace se Skype login serverem. K tomu se
využívá výhradně TCP spojení. Podle článku [4] se jedná o uzel na IP adrese 212.72.49.141
nebo 195.215.8.141.
Druhou a poslední otevřenou zprávou, kterou klient posílá, je HTTP požadavek na zjištění
dostupné verze. V něm se vždy vyskytuje klíčové slovo getlatestversion.
GET /ui/2/4.1.0.20/cs/getlatestversion?ver=4.1.0.20&uhash=... HTTP/1.1
Connection: Keep-Alive
Accept-Encoding: gzip
Accept-Language: cs-CZ,en,*
User-Agent: Mozilla/5.0
Host: ui.skype.com
Autoři článku znázorňují síťovou komunikaci pomocí sekvenčních diagramů a udávají
pro každou zprávu její velikost. Způsob komunikace je rozličný v důsledku různých vlast-
ností. Například záleží na tom, zda mají volající a volaný, sestavující a ukončující hlasový
hovor, veřejné IP adresy nebo zda je volající za NATem s nastavením port-restricted či je
ještě nastaven UDP-restricted firewall.
2.3 BitTorrent
Tvůrcem protokolu BitTorrent je Bram Cohen, který navrhl a vydal první verzi v roce 2001.
Protokol byl vytvořen za účelem distribuce objemných dat. Programy, implementující tento
protokol, se nazývají klienti.
Proces sdílení dat začíná vytvořením speciálního souboru s příponou torrent. Jeho ob-
sahem jsou informace o stahovaném souboru - jméno, velikost, datum vytvoření, URL trac-
keru, velikost bloku a kontrolní součty. Tracker je služba obsahující seznam IP adres a čísel
portů uživatelů, kteří sdílí daná data. Uchovává také statistické informace o přenesených
datech a každý klient mu pravidelně hlásí svůj stav. Vytvořený soubor se poté vystaví na
webových stránkách nebo rozešle libovolným způsobem.
Zájemci o nabízená data mohou začít se stahováním pomocí BitTorrent klienta právě
na základě obsahu zveřejněného souboru. Prvně kontaktují zadaný tracker pomocí HTTP
protokolu a ten jim sdělí seznam aktivních klientů (obrázek 2.3).
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Obrázek 2.3: Tracker vytvářející seznam klientů s požadovanými daty [17].
Klient nabízející kompletní data se označuje jako seed a peer je klient s částečnými daty.
Po dokončení stahování se peer stává automaticky seedem.
Přenášená data jsou rozdělena na části, jejichž velikost nejčastěji odpovídá hodnotám
256kB, 512kB, 1MB a každá je opatřena kontrolním součtem, uvedeným v .torrent souboru.
Peer obvykle navazuje spojení s více uživateli klientské aplikace pomocí TCP a stahuje tak
různé části dat, které volí náhodně nebo se strategií, kdy vybírá nejvzácnější data (nejméně
se vyskytující)[24].
Aplikacemi, které podporují protokol BitTorrent jsou BitComet, BitLord, BitTorrent,
KGet, KTorrent, µTorrent a další.
2.4 Gnutella
Dalším protokolem na bázi P2P je Gnutella. V [22] se lze dočíst, že se jedná o plně distribuo-
vaný protokol, ve kterém je účastník nazýván servent a plní roli jak klienta, tak serveru. Pro
připojení do sítě Gnutella využívá servent TCP, pomocí něhož vytváří spojení s jiným účast-
níkem sítě. V této fázi je komunikace následující: GNUTELLA CONNECT/<protocol version
string>\n\n a odpovědí je GNUTELLA OK\n\n.
Po úspěšném navázání spojení mezi serventy probíhá komunikace pomocí Gnutella pro-
tokolu, jež definuje pětici zpráv ([2]):
• Ping - zjištění účastníků v síti
• Pong - odpověď na ping
• Query - vyhledávání dat
• QueryHit - odpověď na dotaz query
• Push - mechanismus umožňující účastníkovi za firewallem zaslat data do sítě
Pokud servent požaduje stažení dat od svého protějšku, zasílá mu žádost obsahující
HTTP hlavičku ([22]):
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GET /get/<File Index>/<File Name>/HTTP/1.0 \r\n
Connection: Keep-Alive\r\n
Range: byte=0-\r\n
User-Agent: <Name>\r\n
\r\n
Odpověď na žádost má tvar:
HTTP 200 OK\r\n
Server: <Name>\r\n
Content-type: \r\n
Content-length: \r\n
\r\n
Aplikacemi podporujícími Gnutella protokol jsou například Morpheus, gtk-gnutella,
BearShare, LimeWire a Shareaza.
2.5 eDonkey
EDonkey je decentralizovaná síť, kterou tvoří klienti a servery. Klientem je uzel sdílející
data, přičemž jsou tato indexována servery. Pokud se chce klient dostat do sítě, připojí se
k jednomu ze serverů pomocí TCP (výchozí port je 4661) a udržuje spojení. Server v hello
paketu obdrží informace o klientovy, jimiž jsou uživatelské jméno, IP adresa, číslo portu a
verzi protokolu. Rovněž získá seznam souborů nabízených ke sdílení a všechna tato data
uloží do databáze. Na druhou stranu klient obdrží seznam ostatních známých serverů v síti.
Po připojení se do sítě klade klient dotazy serveru na požadovaná data. Vyhledávání má
textovou podobu a je založeno na jméně souboru. Pokud se nalezne shoda mezi vyhledáva-
ným řetězcem a některým ze známých jmen souborů, může klient požádat o stažení. Když
se tedy klient rozhodne data stáhnout, zašle serveru zprávu, v níž se dotazuje na jejich
zdroj. Odpovědí je pak seznam uživatelů poskytujících daná data [10]. Klient pak naváže
TCP spojení přímo se zjištěnými uživateli a každého se dotazuje na různý díl souboru [22].
V [22] se lze dočíst o rozšířeném vyhledávání, kdy klient může své požadavky posílat
přímo i jiným serverům ze seznamu pomocí UDP (port 4665).
Komunikace mezi servery probíhá jen pomocí UDP. Cílem jejich komunikace je udržovat
čerstvost seznamu serverů [10].
Protokol eDonkey podporují klienti jako aMule, eDonkey2000, JMule, MLDonkey a
další.
8
Kapitola 3
Techniky detekce
Tato kapitola má za cíl přiblížit přístupy použitelné pro detekci dynamických síťových
aplikací. Jednak jsou to statistické metody založené na informacích o tocích, které využívají
charakteristické vlastnosti komunikace. Nezáleží jim tedy na obsahu přenášených dat na
aplikační vrstvě. Druhá část nabízí opačný přístup, kdy je pozornost zaměřena právě pouze
na obsah L7 vrstvy.
Detekce či identifikace dynamických síťových aplikací na základě čísla portů se tu neob-
jevuje, neboť tento způsob nemá velkou klasifikační schopnost. Je to dáno tím, že spousta
aplikací používá pro komunikaci náhodné porty nebo cíleně využívá jiné než standardní [7].
3.1 Statistické metody
3.1.1 Shlukovací algoritmy
V následující části budou přiblíženi dva zástupci shlukovacích algoritmů, jmenovitě
K-Means a DBSCAN. Společným rysem obou je využitý mechanismus učení, konkrétně
učení bez učitele, v němž jsou neoznačená (neklasifikovaná) vstupní trénovací data sesku-
pena na základě podobnosti. Obecně lze činnost těchto algoritmů rozdělit na fázi učení a
fázi klasifikace.
I přesto, že dané metody při učení automaticky a samostatně vytváří shluky ze vstupních
dat, neobejdou se bez dalších přístupů, díky kterým by se získané shluky identifikovaly a
označili. Pro tento účel lze použít například analýzu na základě obsahu paketů či manuální
označení.
Shlukovací algoritmy založené na učení bez učitele nabízí velkou výhodu v tom, že
nevyžadují označená data. Je tak umožněno pracovat se síťovým provozem, aplikujícím
šifrování na L7 vrstvě ISO/OSI. Takový přístup tedy může například šifrovaný P2P tok
zařadit do shluku s nezašifrovanými P2P toky na základě určité podobnosti a usuzuje se
tak, že se zřejmě jedná o P2P tok [7].
Dále je třeba říci, jaká data vstupují do algoritmu. Data jsou reprezentována vektory,
obsahujícími statistické informace o síťovém toku. V článku [13] budují pro každý tok
vektor obsahující dobu trvání toku, zdrojový port, cílový port, počet paketů, celkový počet
bytů, dobu příchodů mezi pakety (střední, minimální, maximální, odchylka) a délku paketů
(střední, minimální, maximální, odchylka).
Autoři článku [7], srovnávají shlukovací algoritmy, coby přístupy pro identifikaci síťo-
vého provozu, kde jejich testovací data obsahují HTTP, P2P, SMTP, IMAP, POP3 a další
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komunikaci. Tvrdí, že ač celková přesnost DBSCAN je menší než u K-Means, vytváří velice
přesné shluky.
K-Means
Algoritmus K-Means hledá iterativním způsobem K vektorů µ, určujících středy K shluků,
ze vstupních dat X = x1, .., xn (obrázek 3.1). Parametr K je stanoven před zahájením
výpočtu a platí pro něj, že je menší než počet dat (K < n). Data z množiny X jsou
reprezentována vektory.
Obrázek 3.1: K-Means: Iterace algoritmu [18].
Fáze učení: Prvním krokem je inicializace vektorů µj (pro j = 1, ...,K) náhodnou
hodnotou. Poté se iterativně provádí následující:
1. Všechna data xi se přiřadí do shluků, určených jejich středy µj , podle toho, ke kterému
jsou nejblíže. Vzdálenost lze získat výpočtem euklidovské metriky
me(a, b) =
√√√√ w∑
i=1
(ai − bi)2 (3.1)
kde w je velikost vstupních vektorů. Stejně tak lze použít i metriky jiné, které budou
vycházet ze znalosti problému, a tím je možné ovlivňovat kvalitu shluků.
Prvek xi se tedy přiřadí do shluku
yi = arg min
j=1,...,k
(me(xi, µj)) (3.2)
2. Určí se nové hodnoty µj výpočtem střední hodnoty z dat xi, které byly přiřazeny
do shluku určeného příslušným vektorem µj :
µj =
1
nj
∑
i∈{i:yi=j}
xi (3.3)
přičemž nj je počet dat xi přiřazených do shluku určeného vektorem µj .
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Výpočet končí tehdy, když se žádný z vektorů xi nepřiřadí do jiného shluku, než byl přiřa-
zen v předešlé iteraci [29].
Fáze klasifikace: Výstupem fáze učení je množina shluků reprezentovaných vektory středů
µ. Nyní, chceme-li klasifikovat určitý tok popsaný vektorem X, použijeme opět rovnici 3.2,
čímž zjistíme, do jakého shluku patří. Posledním krokem je převod čísla shluku na odpoví-
dající síťovou aplikaci.
DBSCAN
Shlukovací algoritmus DBSCAN [7] provádí shlukování oblastí s velkou hustotou objektů,
které jsou odděleny oblastmi s menší hustotou. Činnost algoritmu je založena na dvou
přístupech, a to dosažitelnosti a připojitelnosti. Tyto jsou závislé na dvou vstupních pro-
měnných. První je ε, udávající poloměr, a druhá minPts, skýtající informaci o minimálním
počtu bodů. Každý bod má definované své ε-sousedství, což je právě vzdálenost ε okolo
bodu. Označme libovolný vstupní bod jako q. Potom q je označen jako středový, pokud
obsahuje uvnitř svého okolí nejméně mitPts bodů a všechny jsou tak přímo dosažitelné z q.
Bod q označíme za dosažitelný z bodu p tehdy, pokud existuje posloupnost bodů p1, ..., pn,
kde p1 = p a pn = q a přitom je pi+1 přímo dosažitelný z pi. Ještě zbývá definovat pojem
připojitelnost. Dva body p a q jsou připojitelné, pokud existuje bod o takový, že jsou p a q
dosažitelné z o.
Shluk je v případě DBSCAN definován jako množina objektů, které jsou připojitelné
ke konkrétnímu středovému objektu. Objekty nepatřící do žádného shluku jsou označeny
jako noise a jsou vyřazeny.
Algoritmus na začátku považuje všechny objekty za nepřiřazené. Poté zvolí náhodně
objekt p a získá všechny dosažitelné objekty z p na základě ε a minPts. Pokud je p středový
objekt, vytvoří se nový shluk do kterého se přiřadí všechny z definovaného okolí. V opa-
čném případě je možné, že se jedná o noise a algoritmus vybírá další nepřiřazený objekt.
Výpočet končí, jakmile jsou zpracované všechny objekty. Příklad vytvořených shluků lze
vidět na obrázku 3.2.
Obrázek 3.2: Shluky objektů vytvořené algoritmem DBSCAN [19].
3.1.2 Příklady detekce skypu
V článku [8] popisují, jak detekovat komunikaci Skypu z HTTP provozu. Jejich metoda je
založena na statistických testech, pomocí nichž dokáží rozhodnout, zda se jedná o běžný
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HTTP provoz (web), či Skype tok ukrytý v HTTP. Tento přístup tedy nezávisí na obsahu
přenášených dat, ale na odchylkách od očekávaného normálního chování webového provozu.
Aby bylo možno tyto případy rozlišit, je potřeba definovat, jak normální chování HTTP
vypadá. Za tímto účelem je vytvořen model HTTP zátěže, který obsahuje následující pa-
rametry:
• velikost HTTP požadavku v bytech
• velikost HTTP odpovědi v bytech
• doba mezi požadavky
• počet požadavků na stránku
• doba získání stránky
Doba mezi požadavky je vztažena mezi dvě HTTP žádosti zaslané stejným klientem na stejný
server v rámci jedné a té samé webové stránky. Doba získání stránky je časový interval mezi
první žádostí a poslední odpovědí.
Před samotnou detekcí Skype provozu je potřeba získat reálná data normálního HTTP
provozu a z těchto pro každý z prvních tří parametrů modelu vypočítat jeho empirické
rozdělení. Poté se zachytí veškerá HTTP komunikace obsahující i Skype provoz. Opět se
pro každý tok stanoví jeho parametry a pomocí statistického testu se rozhodne, zda odpo-
vídají vypočítanému empirickému rozdělení1. Pokud ano, je aktuálně zkoumaný tok klasi-
fikován jako běžný HTTP, v opačném případě jako Skype.
Autoři článku používají pro statistické testy dvě metody Chi-Squared test a Kolmogorov-
Smirnov test.
Jinou metodou, jak detekovat Skype, může být přístup zvolený v [21]. Metoda zakládá
na vlastnosti protokolu o udržování přehledu připojení uživatelů ze seznamu kontaktů.
Klient se pomocí UDP paketů pravidelně (jednou za průměrně 20 vteřin) každého dotazuje
na jeho stav a toho právě autoři využili. Rozlišení udržovacího UDP paketu od hlasového
provádí díky velikosti paketu. Zjistili že, hlasový paket má 70B až 320B, kdežto udržovací
je velikosti menší jak 60B.
Následující kroky popisují princip detekce Skype provozu:
1. Vyber každý UDP tok, který obsahuje více jak 10 paketů a jejichž zdrojový nebo
cílový port není ze skupiny standardních portů
2. Zjisti pro každý vybraný tok doby mezi příchody paketů, které jsou menší jak 60B.
Z těchto vytvoř histogram a vyber hodnotu s nejčastějším výskytem.
3. Tok je pravděpodobně UDP relace mezi Skype klienty, pokud nejčastější hodnota je
rovna 20 vteřinám.
3.2 Detekce na základě obsahu paketů
Zkoumáním obsahu přenášených dat lze získat informace, na základě kterých je možné sta-
novit použitý komunikační protokol. Hledají se tak společné sekvence v hlavičkách paketů a
1Empirická distribuční funkce ja dána poměrnými kumulativními četnostmi F (x) = N(x)/n, kde N(x)
je počet všech Xi ≤ x [14]
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samotných přenášených datech, které jsou charakteristické pro daný protokol. Tyto se ozna-
čují jako signatury. Pro určení typu síťového provozu jsou tak pakety podrobeny hloubkové
analýze, v níž se známé signatury vyhledávají.
Signatury lze podle [23] rozdělit do čtyř kategorií:
• Společný podřetězec - je to řetězec (či řetězce) po sobě jdoucích bytů, např. 0xe3 a
0xc5 pro eDonkey2000. Pro identifikaci toku stačí najít libovolný z řetězců. Samot-
nou kategorii lze ještě rozdělit podle pozice výskytu společného podřetězce v obsahu
paketu jako:
– s pevným offsetem
– s proměnným offsetem
• Množina podřetězců - pro identifikaci toku je nutné najít v jeho obsahu všechny podře-
tězce v libovolném pořadí, např. {"GET", "HTTP/1.1\r\n", "\r\nHost: ", ...}
• Sekvence podřetězců - opět je potřeba najít všechny podřetězce, tentokráte však v uve-
deném pořadí, což je mnohem více specifické.
• Regulární výraz - je to technika nabízející výstižné a flexibilní prostředky pro popis
signatur. Je využita v mnoha klasifikačních a IDS2 systémech (Snort, Bro, L7-filter).
Společné podřetězce a sekvence podřetězců jsou speciálním případem této kategorie.
3.2.1 L7-filter
L7-filter je paketový klasifikátor pro linuxový framework Netfilter. Identifikuje pakety z ob-
sahu dat na jejich aplikační vrstvě pomocí regulárních výrazů. Historie klasifikátoru sahá
do roku 2003, kdy byla vydána první verze jako patch pro QoS systém v linuxovém jádře.
O pár měsíců později byla uvolněna verze pro Netfilter, rovněž operující v prostoru jádra.
V roce 2006 přišla na řadu další úprava, která podporuje běh klasifikátoru v uživatelském
prostoru. V tomto případě získává data pomocí nástroje QUEUE.
Jelikož L7-filter nahlíží na data na aplikační vrstvě, umožňuje tak detekovat protokoly
běžící na nestandardních portech (HTTP na portu číslo 2222) nebo nepredikovatelných
portech (P2P) [25]. Naráží však i na své omezení, jímž je neschopnost pracovat se šifro-
vanou komunikací. Pomineme-li tuto skutečnost, tak klasifikátor podporuje širokou škálu
protokolů. Okrajově lze také zmínit, že obsahuje vzory pro detekci formátu přenášených
dat (například jpeg, pdf, rar, . . .).
Aplikacemi využívajícími L7-filter jsou například DD-WRT (OpenSource firmware
pro bezdrátové routery [28]), MasterShaper, Tomato a další [25].
Ukázka regulárního výrazu klasifikátoru pro protokol Bittorrent ze souboru bittorent.pat:
^(\x13bittorrent protocol|azver\x01$|
get /scrape\?info_hash=get /announce\?info_hash=|
get /client/bitcomet/|GET /data\?fid=)|d1:ad2:id20:|\x08’7P\)[RP]
a detekce Skype to Skype (hlasový hovor na UDP transportním protokolu):
^..\x02.............
2IDS - (intrusion detection system) systém pro monitoring síťového provozu, který detekuje aktivity
týkající se bezpečnosti
13
3.2.2 Tvorba regulárních výrazů
HODNOCENÍ POČET PROTOKOLŮ
Pracuje 12
Pracuje, pokud je nám známo 68
Pravděpodobně pracuje 30
Možná pracuje, možná ne 13
Pravděpodobně nepracuje 2
CELKEM 125
Tabulka 3.1: Hodnocení kvality RV pro L7-filter [27].
Jak již bylo řečeno, lze detekci provádět pomocí regulárních výrazů. Předpokladem ale
je mít takový regulární výraz, který popisuje určitý protokol. Ovšem proces jeho vytváření
může být zdlouhavý, pokud je tak činěno manuálně. V takovém případě může docházet
i ke vzniku chyb. Například L7-filter (přiblížený v 3.2.1) pro každý podporovaný pro-
tokol udává, jak je jeho regulární výraz kvalitní, přičemž žebříček hodnocení obsahuje i
známky jako ”pravděpodobně pracuje”, ”možná pracuje, možná ne”a ”pravděpodobně ne-
pracuje”(tabulka 3.1). Další problém nastává v případě, že se změní komunikační protokol
nebo existuje více verzí protokolů či je jeden a ten sám z důvodu nedostatečné dokumento-
vanosti implementován různě. Pak se musí opět vytvořit nové regulární výrazy. Celý proces
je možné ulehčit automatickou tvorbou.
V navazující práci se zaměříme právě na problematiku tvorby RV. Pro ukázku je tu
popsán jeden z možných přístupů automatické tvorby RV a to v podobě gramatické evoluce.
Sofistikovanější metoda bude vysvětlena v kapitole 4.
Gramatická evoluce
V článku [5] A. Cetinkaya pojednává o automatické tvorbě regulárních výrazů (RV) po-
mocí gramatické evoluce. Gramatická evoluce je termín zastřešující genetické programování
založené na gramatice. Celý proces je inspirován biologickým vývojem, ve kterém figuruje
dědičnost a konkurenční boj o přežití (Darwin).
Na počátku máme náhodně vygenerované jedince, což jsou vhodně zakódované tvary
počátečních řešení (genotyp). Jejich kvalitu ohodnotíme pomocí fitness funkce (individuálně
navrhovaná pro každý řešený problém). Poté se cyklicky opakuje následující: výběr (selekce)
jedinců pomocí nějaké metody (např. turnaj, ruletový výběr), z vybraných se vytvoří noví
jedinci pomocí křížení a mutace a opět se vypočte jejich fitness hodnota. Do následující
generace se dostávají buď jen potomci nebo potomci s rodiči (v závislosti na nastavení
algoritmu). Cyklus končí při dosažení podmínky, kterou může být maximální počet generací.
Výstupem algoritmu je jedinec s nejvyšší fitness hodnotou.
Autor ve své práci [5] využívá pouze podmnožinu POSIX (Portable Operating System
Interace - standard přenositelnosti) pravidel pro RV. Gramatika, která generuje jazyk pod-
množiny regulárních výrazů, je uvedena v BNF (Backus-Naur Form) a vypadá následovně:
<reg-expressions> ::= <term>
| <term> ’|’ <reg-expressions>
<term> ::= <factor>
| <factor> <term>
<factor> ::= <atom>
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| <atom><meta-character>
<atom> ::= ’.’
| ’(’ <reg-expressions> ’)’
| ’[’ <character-set> ’]’
| ’[^’ <character-set> ’]’
<character-set> ::= <character-item>
| <character-item><character-set>
<character-item> ::= ’a’ | ’b’ | ... | ’z’
| 0 | 1 | ... | 9
<meta-character> ::= ’*’
| ’+’
Gramatická evoluce pracuje s populací jedinců, kde každý z nich představuje zakódova-
ný tvar řešení (genotyp). Jedinec je v tomto případě charakterizován řetězcem 8 bit čísel
o délce 100. Transformace zakódovaného řešení na jeho fenotyp (tedy konkrétní RV) se
provádí následovně. Pro každý neterminální prvek gramatiky se vybírá přepisovací pravidlo
pomocí operace MOD a počtu těchto pravidel pro daný neterminál. Máme-li tedy prvek
<term>, který lze přepsat pomocí dvou pravidel, a aktuální zpracovávané číslo ze zakódova-
ného řešení např. 171, pak se vybere pravidlo 171 MOD 2 = 1, tedy <term> ::= <factor>
<term> (počítáno od nuly). Podrobný postup získání fenotypu lze najít v článku [11], kde
je v příkladu uvedena gramatika jazyka vybraných matematických operací. Po dokončení
převodu na fenotyp se může stát, že RV není validní a v takovém případě dostává nejmenší
možnou fitness hodnotu.
Fitness funkce je založena na existenci souboru s příklady, pro než se hledá RV, tak
příklady, s nimiž se RV nesmí shodovat. Výsledné ohodnocení je dáno součtem dvou proměn-
ných - počtem správných shod a počtem správně stanovených případů, v nichž RV shodu
nemá.
Autor článku ukazuje pomocí gramatické evoluce hledání RV pro HTML odkazy tvaru:
<a href=”stranka.html”>odkaz</a>. Pro testování nalezených RV používá 3 webové
stránky (WP1-3), které obsahují 498, 1317 a 1919 řádků. V těchto je obsaženo 43, 82 a 88
odkazů na další webové stránky. Výsledky jsou uvedeny v tabulce 3.2.2.
Stanovené parametry, kromě délky řetězce každého jedince, jsou počet evaluací (250000),
dvoubodové křížení s pravděpodobností 0.9, mutace s pravděpodobností 0.01 a turnajový
výběr, do kterého vstupují dva jedinci. Rovněž se uplatňuje elitismus.
RV Počet generací Odpovídající část WP1 WP2 WP3
[h][r]+[ˆh-m] 240 ”hre” 498 1316 1917
[h][r]+.[ˆj-tl]+[ˆ1] 316 ”href=”. . .” 498 1316 1919
[e][l]*[f]+[v8-b]+ 470 ”ef=” 498 1316 1919
[f]+[7-ay0-0]+ 494 ”f=” 492 1299 1911
[f][5-cxi] 1230 ”f=” 492 1283 1891
Tabulka 3.2: RV pro HTML odkazy a jejich úspěšnost.
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Kapitola 4
Návrh detekčního systému
Obrázek 4.1: Návrh detekčního systému.
Náplní této práce je vytvořit systém pro detekci dynamických síťových aplikací. Ze získa-
ných znalostí o možnostech detekce jsem se rozhodl postavit systém založený na regulárních
výrazech (RV). Klasická koncepce je tvořena modulem, který odchytává síťový provoz a zís-
kaná data předává modulu pro porovnání obsahů paketů s RV. Zásadní podmínkou je však
mít takový RV popisující cílený protokol, jež chceme detekovat. Celková kvalita systému
se odvíjí od rychlosti a správnosti vyhledání dat pomocí RV, kde samotný RV musí přesně
popisovat komunikační protokol. Ovšem problémy spojené se získáním RV popsané v sekci
Tvorba regulárních výrazů (3.2.2) jsou kritickým místem, a tudíž jsem se zaměřil právě
na tuto problematiku. Zejména na automatizovanou tvorbu RV pro žádané síťové aplikace.
Takto vytvořené RV se následně předají systému pro klasifikaci dat.
Návrh detekčního systému je vidět na obrázku 4.1.
Neklasifikovaná data
Neklasifikovaná data představují záznam síťové komunikace, uložený v souboru. Data tvoří
kompletní pakety, což znamená, že nejsou podrobeny procesu radikální anonymizace, kdy
je aplikační vrstva odstraněna.
Trénovací množina dat
Trénovací data mají stejnou strukturu jako neklasifikovaná data a jsou rozšířena o typ pro-
tokolu. Pakety, označené jako trénovací, pokrývají komunikaci vždy jen jednoho protokolu.
Lze je vybrat manuálně nebo s pomocí shlukovacích algoritmů poloautomaticky.
Trénovací množina dat je vstupem do systému automatické tvorby regulárních výrazů.
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Systém automatické tvorby regulárních výrazů
Obsah práce se hlavně zaměřuje právě na tuto fázi, kde je cílem automatizovaně vytvořit re-
gulární výraz ze vstupních trénovacích dat. Sestavený RV je pak dodán a uložen do systému
pro klasifikaci dat.
Systém klasifikace dat pomocí regulárních výrazů
Sem patří libovolný systém či nástroj, který je schopen provádět porovnání dat pomocí RV.
Tedy například L7-filter, Snort, Bro a další. Vstupem systému jsou neklasifikovaná data
v podobě paketů a výstupem je stanovení pro každý z nich, zda obsahují vzor popsaný RV.
4.1 Systém automatické tvorby regulárních výrazů
Obrázek 4.2: Architektura systému. Obrázek převzat z článku [23].
Architektura systému vychází z článku [23] a lze jej vidět na obrázku 4.2. Tvoří jej
čtyři význačné části, jimiž jsou předzpracování dat, extrakce tokenů, zarovnávání sekvencí
a konstrukce regulárních výrazů.
Předzpracování dat
Předzpracování dat začíná identifikací jednotlivých toků, tedy seskupením a uspořádáním
paketů, které odpovídají komunikaci síťové aplikace mezi dvěma účastníky. Toky jsou iden-
tifikovány pomocí hodnot z IP hlavičky - zdrojová IP adresa, cílová IP adresa, zdrojový
port, cílový port a číslo protokolu. Toky jsou dále normalizovány. To znamená, že jsou data
sestavena do původní podoby, pokud byla použita IP fragmentace nebo TCP segmentace.
Posledním krokem je získání dat z aplikační vrstvy paketů každého toku v podobě sekvence
bytů. Pro každý tok se vytvoří dvě sekvence, korespondující směru komunikace mezi dvěma
účastníky A a B (A → B a B → A). Jejich délka je omezena na základě parametru N
(udávaný v bytech). Znamená to, že pro následné zpracování se nepoužijí data z celého
toku. Autoři však pomocí N neomezují sekvence na přesnou délku. Délka je vždy dána
součtem délek celých obsahů paketů z aplikační vrstvy. Pokud tedy nastavíme N = 256 a
součet obsahů prvních 4 paketů by byl 255, bylo by třeba z pátého paketu vzít první byte.
V takovém případě se však použije celý paket.
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Extrakce tokenů
Druhá část se věnuje tvorbě tokenů. Token představuje společný podřetězec dvou a více
sekvencí získaných v předešlém kroku nebo sloučené společné podřetězce pomocí ” | ”.
Pro následující výklad je třeba stanovit, co znamená pokrytí. Parametr pokrytí udává
počet výskytů stejného podřetězce a je nastaven na hodnotu kmin = 10% × K, kde K je
počet sekvencí.
V této fázi je třeba najít všechny společné podřetězce ze vstupních sekvencí, jejichž
délka je minimálně dva byty a splňují minimální pokrytí kmin. Pro nalezení společných
podřetězců lze využít datové struktury suffixový strom (ideálně zobecněný suffixový strom)
nebo suffixové pole.
Jakmile získáme množinu podřetězců, je třeba odstranit takové, jež jsou prefixem jiných
podřetězců. Před tím ale sloučíme ty, které lze. Například máme-li řetězec ”HTTP/1.”,
který je prefixem ”HTTP/1.1”a ”HTTP/1.0”a počet jejich výskytů ve vstupních sekven-
cích je 1000, 724 a 276, sloučíme je v jeden token jako ”HTTP/1.(1|0)”. Nově vzniklý token
má stejnou vyjadřovací sílu, čili pokrývá všechny výskyty. Celý proces je založen na prefi-
xovém stromu, v němž se slučuje vždy jen jedna úroveň stromu a to ještě tehdy, je-li počet
synovských uzlů roven maximálně αmerge.
V části position constraints se vytvoří pro každou vstupní sekvenci množina vektorů
{ <token 1, offset 1>, . . ., <token i, offset i> } v pořadí výskytu v sekvenci. Prvními prvky
vektorů jsou tokeny, které se nachází v dané sekvenci a druhé vyjadřují jejich pozici. Poté se
vyhledají ve všech množinách stejné tokeny s totožnou pozicí. Pokud takové existují, označí
se jako pozičně specifické. V dalším kroce se zjistí počet všech rozdílných tokenů, které mají
shodný offset. Je-li jich méně než βmerge, sloučí se do jednoho opět jako (XX|. . .|YY) a označí
se za pozičně specifické. Navíc se přidá před token s pevnou pozicí znak ”∧”, nachází-li se
na začátku sekvence.
Single-byte tokens umožňuje nalézt společný podřetězec délky jedna na základě distri-
bučního modelu. V něm se pro každý z prvních n bytů a posledních n bytů napříč všemi
sekvencemi zjišťuje zastoupení jednotlivých hodnot. Znamená to, že se ve všech sekvencích
prozkoumají znaky zvlášť na daných pozicích (například první byte každé sekvence) a je-li
počet jejich rozdílných hodnot menší jak γmerge, vytvoří se z nich tokeny. Před ty, jež byly
nalezeny na první pozici, se opět přidá ”∧”. Za koncové se připojí ”$”.
Použité hodnoty parametrů jsou αmerge = βmerge = γmerge = 5
Zarovnání sekvencí
Modul zarovnání sekvencí spojí tokeny (v rámci každé množiny vektorů) v jeden řetězec
(sekvenci). Termínem sekvence se v této části již neoznačuje surový obsah paketů z apli-
kační vrstvy, nýbrž konkatenovaný řetězec tokenů. Následuje série zarovnání všech dvojic
sekvencí pomocí algoritmu Smith-Waterman (princip činnosti vysvětlen v 4.2.1) za úče-
lem získání hodnot podobnosti, tzv. skóre podobnosti. Zatím nás tedy nezajímá samotná
podoba zarovnaných sekvencí. Jeho skórovací model je nastaven jako
S(X,Y ) = Smatch × kmatch + Smismatch × kmismatch + Sgap × kgap (4.1)
kde S udává hodnotu za shodu (match), neshodu (mismatch) a za vložení mezery (gap).
Parametr k udává počet shod, neshod a vložených mezer. Konkrétně neshoda a vložená
mezera je oceněna hodnotou −1 a
Smatch = 1 + TOKENbonus + POSbonus (4.2)
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přičemž TOKENbonus = 1 je hodnota náležící každému tokenu a POSbonus = 1 každému
pozičně specifickému.
Každá sekvence se zarovná se všemi ostatními a výsledkem bude matice podobnosti.
Tato matice je čtvercová, symetrická a její diagonálu tvoří hodnoty 0.
V dalším kroce, označeném jako building guide tree, se pomocí metody Neighbor Joining
(NJ) (popsané dále v 4.2.2) vypočítá strom, podle kterého se provede finální zarovnání
sekvencí. Strom znázorňuje příbuzenské vztahy mezi sekvencemi. Vstupem metody NJ je
matice vzdáleností, a proto je třeba dříve získanou matici podobností převést na požadovaný
tvar. V poslední části jsou dvojice sekvencí zarovnávány opět pomocí algoritmu Smith-
Waterman a to podle vytvořeného stromu, až vznikne jediná zarovnaná sekvence. Konkrétně
se zarovnávají dvojice v sekvenčním pořadí podle vzniku stromu (v každém kroku jsou dva
uzly jsou spojeny v jeden).
Konstrukce regulárních výrazů
Závěrečnou částí systému je transformace výsledné zarovnané sekvence na regulární výraz.
Ta je provedena na základě výskytu pomocných znaků, které charakterizují vloženou mezeru
nebo neshodu odpovídajících si pozic zarovnaných řetězců. Posloupnost pomocných znaků
obojího druhu je v sekvenci nahrazena ”.∗”a posloupnost znaků jen pro neshodu jako ”.{n}”.
4.2 Použité algoritmy
4.2.1 Smith-Waterman
Smith-Waterman [3] je algoritmus, který vytvořili pánové T. F. Smith a M. S. Waterman
v roce 1981. Využívá se v bioinformatice k lokálnímu zarovnání sekvencí proteinů nebo
nukleotidů (A - adenin, T - thymin, G - guanin, C - cytosin) v nukleových kyselinách. Algo-
ritmus vkládá do sekvencí mezery, aby dosáhl optimálního zarovnání. Výsledek však stále
obsahuje znaky ve stejném pořadí jako před zarovnáním. Časová složitost je kvadratická.
Algoritmus ke své činnosti vyžaduje dvě sekvence (řetězce nad abecedou Σ), skórovací
matici S a penalizaci za vložení mezery d. Skórovací matice udává hodnoty za shodu či
neshodu všech dvojic znaků vstupní abecedy Σ. Pokud není důležité zvýhodňovat shodu
určitých znaků nad ostatními, lze tuto matici nahradit dvěma čísly - hodnotou za shodu
(MATCH) a hodnotou za neshodu (MISMATCH).
Ze dvou vstupních sekvencí s a t, jejichž délky jsou v a w, se vytvoří matice M velikosti
(v+ 1)× (w+ 1). Řádky tvoří znaky první sekvence, sloupce znaky druhé, přičemž začínají
od prvního řádku, respektive prvního sloupce (počítáno od 0). Nultý řádek a nultý sloupec
se inicializuje na hodnotu nula. Následujícím krokem je výpočet zbylých hodnot matice
M [i][j]:
M [i][0] = 0,M [0][j] = 0 (4.3)
M [i][j] = max

0
M [i− 1][j − 1] + S[si][tj ]
M [i− 1][j] + d
M [i][j − 1] + d
(4.4)
Kde si a tj jsou znaky v daných sekvencích na pozicích i a j. Pokud je si = ti, pak
S[si][tj ] = MATCH. V opačném případě je S[si][tj ] = MISMATCH. Zároveň si každá buňka
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uchovává informaci o svém předchůdci (jeden z tříokolí), aby se výpočet neprováděl dva-
krát. Neboť po vytvoření matice se výsledné zarovnání získá nalezením buňky s nejvyšší
hodnotou, od níž se zpětně prochází maticí cestou předchůdců. Průchod je ukončen, má-li
předchůdce hodnotu 0 nebo je na pozici (0,0). Nově získané sekvence jsou tak v reverzova-
ném pořadí.
Příklad zarovnání
Algoritmus Smith-Waterman můžeme demonstrovat na následujícím příkladu. Mějme:
• sekvence s = bboahaeo
• sekvence t = abbhomhem
• hodnota za shodu MATCH = 2
• hodnota za neshodu MISMATCH = −1
• penalizace za vložení mezery d = −1
Vytvořená matice M je vidět na obrázku 4.3.
Obrázek 4.3: Smith-Waterman: Matice hodnot
Samotné zarovnání sekvencí se nalezne zpětným průchodem maticí od buňky s nejvyšší
hodnotou, v tomto případě 7 na pozici M [7][8]. Modré šipky, vycházející z nenulových
hodnot, značí předchůdce a červené ukazují optimální lokální zarovnání. Výsledkem je tedy
(po reverzaci):
s = bb-oahae
|| | | |
t = bbhomh-e
4.2.2 Neighbor joining
Dalším využitým algoritmem je Neighbor joining (NJ)[1], který má stejně jako Smith-
Waterman své zázemí v bioinformatice. NJ vytváří fylogenetický strom (tj. strom znázorňu-
jící příbuzenské vztahy mezi organismy [12]) ze vstupních dat, popsaných pomocí matice
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vzdáleností. Tato je čtvercová a symetrická, specifikující vzdálenosti mezi všemi dvojicemi.
Ukázku fylogenetického stromu lze vidět na obrázku 4.4.
Počáteční konfigurace neohodnoceného stromu tvoří hvězdu. Listové uzly představují
vstupní data a všechny nelistové uzly charakterizují příbuzenský vztah listového uzlu a
určité části podstromu. Zpočátku neohodnocené hrany ukazují vztah mezi uzly, přičemž
hodnota reflektuje jejich vzájemnou vzdálenost. Algoritmus iteruje v následujících krocích.
Obrázek 4.4: Příklad fylogenetického stromu [20].
1. Vstup - matice vzdáleností D velikosti A×A (indexováno od nuly)
2. Výpočet Sx pro 0 ≤ x < A
Sx =
A−1∑
i=0
Dxi/(A− 2) (4.5)
3. Nalezení dvojice s nejmenší hodnotou Mij pro 0 ≤ i, j < A, kde
Mij = Dij − Si − Sj (4.6)
4. Vytvoření nového uzlu U , který spojuje dvojici s nejmenší hodnotou Mij a výpočet
ohodnocení obou hran
EiU = Dij/2 + (Si − Sj)/2
EjU = Dij/2 + (Sj − Si)/2 (4.7)
5. Sloučení řádků a sloupců v matici D na pozicích i a j v jeden nový řádek, respektive
jeden nový sloupec.
6. Dopočítání hodnot nového řádku/sloupce pro vzniklý uzel, čímž vznikne nová matice
vzdáleností s velikostí o 1 menší ((A− 1)× (A− 1))
DxU = (Dix +Djx −Dij)/2 (4.8)
Výpočet končí při dosažení podmínky A− 2 = 0 v druhém kroku. V tomto případě má
matice velikost 2×2. Diagonála obsahuje samé nuly a jelikož je matice symetrická, zbylé dvě
hodnoty jsou totožné (C). Závěrečný krok spočívá ve spojení posledních dvou uzlů hranou
o hodnotě C.
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Obrázek 4.5: Počáteční konfigurace stromu.
Příklad vytvoření stromu
Mějme množinu vstupních dat A = {a, b, c, d, e} a jejich matici vzdáleností D. Počáteční
konfiguraci můžeme vidět na obrázku 4.5.
První iterace je následující:
1. Vstupní matice vzdáleností D obsahuje hodnoty:
a b c d e
a 0 3 6 5 7
b 3 0 7 6 8
c 6 7 0 5 9
d 5 6 5 0 8
e 7 8 9 8 0
2. Výpočet hodnot Sx (Sx =
∑A−1
i=0 Dxi/(A− 2))
Sa = (3 + 6 + 5 + 7)/3 = 7
Sb = (3 + 7 + 6 + 8)/3 = 8
Sc = (6 + 7 + 5 + 9)/3 = 9
Sd = (5 + 6 + 5 + 8)/3 = 8
Se = (7 + 8 + 9 + 8)/3 = 10.6
3. Výpočet hodnot M (Mij = Dij − Si − Sj)
Mab = 3− 7− 8 = −12
Mac = 6− 7− 9 = −10
...
Mcd = 5− 9− 8 = −12
...
Mde = 8− 8− 10.6 = −10.6
Nejmenšími hodnotami jsou Mab a Mcd, zvolíme hned tu první.
4. Vytvoření nového uzlu U1, který spojuje listy a a b a výpočet ohodnocení hran
EaU1 = Dab/2 + (Sa − Sb)/2 = 3/2 + (7− 8)/2 = 1
EbU1 = Dab/2 + (Sb − Sa)/2 = 3/2 + (8− 7)/2 = 2
5. Upravený strom po prvním kroku lze vidět na obrázku 4.6 (A).
6. Nahrazení řádků a sloupců a a b novým řádkem a sloupcem U1 a dopočítání hodnot.
Výpočet hodnoty pro dvojici (c, U1):
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DcU1 = (Dac +Dbc −Dab)/2 = (6 + 7− 3)/2 = 5
Dostaneme tak matici
U1 c d e
U1 0 5 4 6
c 5 0 5 9
d 4 5 0 8
e 6 9 8 0
Obrázek 4.6: Zkonstruovaný strom po čtyřech iteracích algoritmu NJ. Červená barva před-
stavuje již zpracovanou část.
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Kapitola 5
Implementace
Pro vývoj systému jsem zvolil jako hlavní implementační jazyk Python verze 2.7, který
nabízí dobrou práci s řetězci a rychlé prototypování. Druhým využitým jazykem je C++,
v němž je napsán modul pro vyhledávání společných podřetězců. Kompilovaný kód byl
nasazen z důvodu zrychlení výpočtu. Celý systém je vyvinut na platformě Linux. Měl by
být ovšem přenositelný i na Windows, všechny použité knihovny jsou pro tento systém
dostupné.
Tato kapitola si klade za cíl přiblížit implementační detaily systému a problémy s nimi
spojenými.
5.1 Předzpracování
Modul preprocessing.py obsahuje dvě třídy: packetClass a preproc. První z nich slouží pouze
jako struktura skýtající, pro každý identifikovaný síťový tok zvlášť, uložené pakety v obou
směrech komunikace, jejich množství a jejich sekvenční čísla.
Třída preproc je inicializována názvem vstupního souboru, délkou payloadu v bytech a
parametrem udávajícím, zda payload bude ořezán přesně na zvolenou délku. Třída čte sou-
bor se záznamem síťové komunikace, který je výhradně formátu pcap1. Pro čtení záznamu
je využita knihovna dpkt verze 1.7, která je implementovaná v Pythonu. Na síťové vrstvě
ISO/OSI přijímá pouze pakety s protokolem IP (IPv4) a na transportní vrstvě pouze ty,
které obsahují protokol TCP nebo UDP. Pakety s jinými protokoly jsou zahazovány. Jak
bylo uvedeno v sekci 4.1, jednotlivé toky jsou identifikovány podle pětice hodnot - zdrojová
a cílová IP adresa, zdrojový a cílový port a číslo transportního protokolu (TCP-6, UDP-17).
Pakety, které pro komunikaci využily protokolu TCP, jsou po načtení celého vstupního sou-
boru seřazeny podle jejich sekvenčních čísel. Na třídu TCP paketů je rovněž volána funkce
eraseRetransmitPackets(), která z identifikovaných síťových toků odstraní znovu zaslané
(duplicitní) pakety. Navržená funkce filtruje pouze duplicitní pakety s daty na L7 vrstvě,
neboť právě z těchto se vyvíjí regulární výrazy.
Výstupem jediné veřejné metody (run()) jsou dva seznamy, obsahující data z aplikační
vrstvy paketů pro každý tok v podobě řetězce. Pokud síťový tok neobsahuje žádná data
na L7 vrstvě jeho paketů, je ignorován. Seznamy jsou dva, neboť je komunikace rozdělena
podle směru (odchozí a příchozí).
1pcap - packet capture
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5.2 Hledání společných podřetězců
Velmi důležitou částí celého systému je nalezení společných podřetězců z množiny vstupních
síťových toků. Pro efektivní vyhledávání existují datové struktury jako suffixový strom či
suffixové pole. Rozhodl jsem se pro implementaci druhé zmíněné struktury a také metody
založené na dynamickém programování. Při vývoji následujících částí systému jsem však
narazil na vlastnost suffixového pole, díky níž může být výsledný vyvinutý regulární vý-
raz nepatrně odlišný od RV s nasazením dynamického programování. Touto vlastností je
nalezení podřetězců maximální délky. Znamená to, že máme-li řetězce
• hello world a
• hello wolf,
pak společným podřetězcem bude hello wo. Ovšem společným podřetězcem je také hello,
ale ten suffixové pole nevrátí. K odlišnosti regulárních výrazů při využití obou metod do-
chází ve fázi pročišťování a slučování společných podřetězců.
V následující části bude představeno suffixové pole a také metoda dynamického progra-
mování, která hledá společné podřetězce všech délek větších jak 2B.
5.2.1 Suffixové pole
Obrázek 5.1: Suffixové pole.
Suffixové pole je struktura, pomocí níž lze nalézt společné podřetězce v rámci jednoho
či více řetězců. Našim cílem ale není nalézt stejné úseky bytů v jednom řetězci, nýbrž v růz-
ných řetězcích. Pro zjednodušení předpokládejme, že budeme vyhledávat společné podře-
tězce vždy mezi dvěma řetězci. Mějme dva vstupní řetězce meta a tabu. Tyto spojíme
v jeden jako metatabu. Vytvoří se pomocné pole ukazatelů velikosti počtu znaků slouče-
ného řetězce, kde sekvenčně každý z nich ukazuje na následující byte. Vznikne tak množina
suffixů. Je to možné vidět na obrázku 5.1 vlevo. Dalším krokem je lexikografické uspořádání
jednotlivých suffixů, konkrétně pouze ukazatelů, které obsahují jejich reference. Výsledek
je vidět na obrázku 5.1 vpravo. Pro získání společných podřetězců se postupně kontrolují
všechny sousední dvojice suffixů v poli, zda obsahují stejný prefix a zda se nachází v rozdíl-
ných vstupních řetězcích. Z obrázku je patrné, že společným podřetězcem meta a tabu je a
a ta. První z nich ale nesplňuje požadavek minimální délky dva byty, a tudíž je ignorován.
Suffixové pole je implementováno v souboru commonSubstrings.py s jednou třídou cs.
Objekt je inicializován dvěma řetězci a minimální délkou společného podřetězce. Výstupem
je seznam trojic: index v prvním řetězci, index v druhém a délka společného podřetězce.
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5.2.2 Dynamické programování
Pro hledání společných podřetězců lze také využít dynamického programování. Je to způsob
optimalizace, v níž se ukládají již jednou vypočtené hodnoty pro budoucí použití a nemusí
se tak počítat znovu.
Tato metoda funguje tak, že se vytvoří matice hodnot, obsahující celočíselné hodnoty
délek, která bude velikosti m × n, kde m a n jsou délky vstupních řetězců. Pomocí dvou
vnořených počítaných cyklů se prochází oběma řetězci. Jsou-li znaky na daných pozicích
stejné a je-li některý z nich hraniční (poslední při průchodu od konce či první při průchodu
od začátku), uloží se do matice hodnot s využitím aktuálních indexů hodnota 1. Nejsou-li
znaky hraniční, bude prvku matice na pozici [i, j] náležet hodnota [i+ 1, j+ 1] + 1. Uloží-li
se do matice hodnota větší či rovna nastavené minimální délce společného podřetězce, jsou
rovněž zaznamenány v seznamu indexy začátků společného podřetězce v obou řetězcích a
jejich délka.
Celý algoritmus je implementován v souboru common-substrings.cpp v jazyce C++ z dů-
vodu zrychlení výpočtu kompilovaného kódu oproti interpretovanému. Pomocí knihovny
BOOST je celý kód zabalen do API2 Pythonu. Výsledkem překladu je sdílená knihovna
cs ext.so.
5.3 Extrakce tokenů
Extrakci tokenů zajišťuje modul tokenization.py s třídou tokenization, jehož objekt je ini-
cializován seznamem payloadů, získaným ve fázi předzpracování (kapitola 5.1), metodou
vyhledávání společných podřetězců a parametrem pokrytí.
Prvním krokem je nalezení společných podřetězců pomocí metody dynamického pro-
gramování či suffixového pole. Funkce extractSubstrings() vytváří slovník, jehož klíčem je
podřetězec a hodnotou je seznam identifikátorů payloadů, ve kterých byl nalezen.
Funkce getUniqueStr() na základě slovníku vrací jedinečné tokeny (podřetězce) v po-
době seznamu dvojic - token a četnost výskytu, seřazeného podle druhé hodnoty sestupně.
Jedinečné jsou proto, že díky funkci eraseNonDistinctValues() jsou odstraněny ty tokeny,
které jsou podřetězci jiných řetězců a přitom mají shodnou četnost výskytu v seznamu
payloadů. Pokud tedy máme tokeny a jejich výskyty následující
Token Četnost
\x13BitTorrent 10
\x13BitTor 10
\x13Bit 10
Tabulka 5.1: Tokeny a jejich četnosti.
pak lze poslední dva záznamy odstranit.
Metoda mergeData() má za úkol sloučit jedinečné tokeny, jež sdílí stejný prefix. U těchto
tokenů se kontrolují následující dva byty za společným prefixem. Sloučit pak lze jen ty, které
mají druhý byte totožný. Příkladem mohou být tokeny
2API - Application Programming Interface
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aaaabaeee
aaaacaeee
aaaadammmm
Výsledek sloučení je pak
aaaa(b|c|d)aeee
aaaa(b|c|d)ammmm
a četnosti výskytů nových tokenů jsou dány neduplicitním součtem elementárních výskytů
původních tokenů. Při slučování je ovšem třeba si uvědomit, že je to přístup vedoucí ke ge-
neralizaci a tím pádem má výsledný řetězec, coby kandidát na nějaký úsek tvořící regulární
výraz (RV), větší vyjadřovací schopnost. Nově vytvořené tokeny by v podání RV přijaly i
řetězec aaaadaeee, ale přitom se tento nevyskytoval mezi společnými podřetězci.
Po sloučení tokenů je aplikováno pravidlo pokrytí. Všechny tokeny, které nedosahují
požadovaného pokrytí, jsou odstraněny.
Další význačnou částí modulu je funkce positionConstraints(), která má za úkol vytvořit
vektory tokenů, popisující jednotlivé síťové toky, a aplikovat na ně poziční omezení. Proces
začíná nalezením pozic (offsetů) profiltrovaných a sloučených tokenů v jednotlivých tocích.
Na základě této informace lze jednoduše vektory sestavit. Je ale důležité kontrolovat, zda
se tokeny v rámci jednoho vektoru nepřekrývají. Nastávají totiž případy, kdy dva (či více)
různých tokenů, s výskytem v jednom toku, mají shodný offset. Je to dáno principem
vyhledávání společných podřetězců a také způsobem jejich promazávání na základě četnosti
výskytů. Mějme tedy následující:
Token Offset Četnost
\x13BitTorrent protocol\x00\x00\x00\x00\x00(\x10| \x18)\x00\x04\x00 0 33
\x13BitTorrent protocol\x00\x00\x00\x00\x00(\x10| \x18)\x00\x04 0 57
\x13BitTorrent protocol\x00\x00\x00\x00\x00 0 90
Tabulka 5.2: Kandidátní tokeny pro umístění do vektoru tokenů.
tyto tokeny byly nalezeny v jednom síťovém toku vždy s offsetem 0. Četnost je vztažena
ke všem síťovým tokům. Samotné tokeny splňují minimální pokrytí (celkem bylo použito 90
síťových toků pro tvorbu RV) a jsou kandidáty, aby se dostali do vektoru. Ovšem lze vybrat
pouze jeden token. Nabízí se celkem 3 varianty (nezávisle na počtu tokenů), jak postupovat.
Prvním řešením je podporovat nejvíce specifické tokeny pro daný tok, čili nejdelší. Z for-
málního hlediska by vytvořený vektor tokenů nejlépe popisoval síťový tok. Další vývojové
kroky systému však ukazují, že takový přístup není zcela ideální, neboť při zarovnávání
nejvíce specifických sekvencí, které tak mají více rozdílů mezi sebou, dochází ke značné
ztrátě informačního obsahu a celkový čas potřebný k zarovnání je až několikanásobný oproti
druhé variantě. Mnohem vhodnější metoda je prosadit do vektoru token s nejvyšší četností
výskytu, čímž se vektor popisující tok stává obecnější, ale během procesu zarovnávání mají
tokeny větší šanci, že zůstanou v původní podobě. Poslední přístup je pouze na doplnění
všech možností, protože není krokem správné cesty. Spočívá ve výběru tokenů s nejmenší
četností výskytu.
Aplikace pozičních omezení byla uvedena v sekci 4.1, jen ještě bylo aplikováno omezení
při slučování tokenů ve vektorech s totožným offsetem. Omezení nedovolí sloučit token,
jehož délka je větší, než stanovená mez (během vývoje nastavena na hodnotu 20). Předejde
se tak bobtnání výsledného regulárního výrazu, který by mohl vypadat následovně:
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∧(\x13BitTorrent protocol\x00\x00\x00\x00\x00|
\x13BitTorrent protocol\x00\x00\x00\x00\x00(\x10| \x18)\x00\x04)
Jen ještě pro upřesnění, rozdílné tokeny, začínající na stejném offsetu, jsou sloučeny
pouze tehdy, jsou-li všechny pozičně specifické.
Funkce checkBeginnings() umožňuje vyfiltrovat ve vektorech tokenů šum či vektory,
které narušují proces zarovnávání. Její činnost spočívá ve vytvoření histogramu z prvních
tokenů všech vektorů a výběru tokenu s nejvyšším zastoupením. K němu se připojí ze zby-
lých tokenů ty, které sdílí s nejčetnějším společný nejdelší podřetězec určité délky. Funkce
poté opět projde všechny první tokeny a zjistí, zda jsou obsaženy v množině vybraných
tokenů. Pokud ne, odstraní se celý vektor. Pomocí tohoto radikálního procesu lze elimi-
novat přímo celý síťový tok, který byl vektorem popsán. Funkce nachází uplatnění, pokud
byly pakety přenášeny pomocí protokolu UDP. Transportní protokol UDP je nespolehlivý a
nelze zjistit z hlavičky paketu na L5 vrstvě ISO/OSI správné pořadí v rámci síťového toku.
Stačí aby první paket dorazil později než následující a již při extrakci payloadu vzniká od-
lišný řetězec, který je poté charakterizován vektorem tokenů s odlišným pořadím a tento
narušuje výsledné zarovnání sekvencí.
Lze také odfiltrovat případ, který se projevil během testování. Po navázání spojení se
vzdálenou stranou pomocí BitTorrent protokolu přišla následující odpověď
Go away, we’re not home.
Nejde přímo o tvar konkrétního řetězce, ale o způsob, jak se dostane jako vektor mezi
ostatní vektory tokenů. Řetězec má například pouze jeden výskyt ve 100 síťových tocích.
Při vyhledávání společných podřetězců se tak nenajde shoda s celým řetězcem. Ovšem
vyhledávací metoda stanovuje společné podřetězce délky 2 a větší. V tomto konkrétním
případě byly nalezeny sekvence délky 2 byty napříč celým řetězcem, tedy
(Go)-( a)-(wa)-(y,)-( w)-(e’)-(re)-( n)-(ot)-( h)-(om)-(e.)
a při sestavování vektoru se uplatnily všechny dvojice a opět vznikl původní řetězec.
Poslední význačnou částí modulu je funkce insertSingleByteTokens(), která vkládá jed-
nobytové tokeny, nalezené pomocí findSingleByteCS(), do vektorů tokenů na počáteční a
koncové pozice.
5.4 Zarovnání sekvencí
Zarovnávání sekvencí má na starost modul alignment.py, který obsahuje třídu alignment,
jejíž objekt je inicializován vektory tokenů, zvolenou zarovnávací metodou a hodnotou
za shodu znaků.
První funkcí, která zpracovává vstupní data, je preprocess(). Ta provádí konverzi tokenů
v podobě řetězců znaků na jejich odpovídající řetězce (seznamy) celočíselných hodnot. Navíc
tokeny, které byly v předcházejícím modulu sloučeny, nahrazuje řetězcem unikátních hodnot
(hodnoty 256 a vyšší) a délka výsledného řetězce je kratší. Mějme následující
∧(\xe3|\xc5)\x00\x00\x00
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a předpokládejme, že se jedná o první výskyt sloučeného tokenu. Použije se tedy hodnota
256 (odlišný sloučený token 257 atd.) a tak se původní token nahradí jako
[256, 256, 256, 256].
Hranaté závorky reprezentují v Pythonu seznam. Překódovaný tvar má pouze 4 hodnoty na-
místo původních 9 hodnot (tehdy ještě bytů). Dojde se k tomu vynecháním závorek, znaku
”∧”a ”|”a výběrem nejkratšího podřetězce, jakožto varianty udané v závorce. Samotné ma-
pování je uloženo ve slovníku, čímž je zajištěno, že všechny totožné sloučené tokeny budou
mapovány na stejné hodnoty. Samotný důvod, proč je překódovaný tvar tvořen sekvencí
identických celočíselných hodnot vyšších jak 255 je takový, že během zarovnávání nedojde
k roztržení či narušení uzávorkované sekvence. V opačném případě by jinak mohla nastat
situace, že bychom dostali následující
Před zarovnáním ∧(\xe3|\xc5)\x00\x00\x00.∗
Po zarovnání ∧(\xe3|..x00\x00\x00.∗
kde sekvence po zarovnání již netvoří korektní regulární výraz.
Po konverzi přichází na řadu funkce extractData(), která pro každý vektor spojí upravené
tokeny v jedinou sekvenci. Nelze je však spojit pouhým sečtením či připojením, nýbrž je
potřeba kontrolovat návaznost jednotlivých tokenů. Každý obsahuje informaci o své délce
a offsetu a tudíž lze zjistit, jak velká mezera mezi tokeny je. Pokud mezera činí 0 hodnot,
mají přímou návaznost. Při mezeře délky jedna hodnota se přidá mezi tokeny ordinální číslo
znaku ”∼”jako zástupce pro pevnou mezeru (znak je totožný u zarovnávacích algoritmů
pro neshodu dvou bytů - při převodu na RV se nahrazuje za ”.”). Je-li mezera větší, vloží
se do sekvence ordinální číslo znaku ”−”(proměnná délka - libovolný počet libovolných
znaků). Druhá část funkce vytváří pro správnou činnost algoritmu Smith-Waterman masky
k sestaveným sekvencím. Maska je stejné délky jako sekvence a její byty (0 a 1) určují, jaké
hodnoty sekvence jsou pozičně specifické, viz 4.1.
Funkce pairAligment() volá metodu implementující algoritmus Needleman-Wunsch nebo
Smith-Waterman (SW) a předává ji všechny dvojice sekvencí a jim odpovídající masky. Zís-
kává tak hodnoty podobnosti, které převádí na hodnoty vzdálenosti a tyto ukládá do matice.
Vztah pro převod z podobnosti na vzdálenost je s ohledem na nastavené maximální skóre
(hodnota 3) při shodě dvou znaků během výpočtu SW následující
d = 3 ∗ (l1 + l2)/2− p, (5.1)
kde d je vzdálenost, l1 a l2 jsou délky sekvencí a p je podobnost. Lze ověřit na příkladě,
že tomu tak je. Pro dva řetězce AHOJ a AHOJ je podobnost maximální (hodnota 12) a
vzdálenost minimální (hodnota 0). Naopak řetězce AHOJ a BCDE mají minimální podobnost
(0) a maximální vzdálenost (12).
Pro zjištění pořadí sekvencí k zarovnání se buduje strom fenotypické sousednosti pomocí
algoritmu Neighbor Joining (NJ), volaného ve funkci buildingGuideTree() s využitím matice
vzdáleností. Návratovou hodnotou je jednak pořadí zarovnávaných dvojic sekvencí a druhou
je seznam dvojic - index sekvence a cena cesty listového uzlu do kořene. Samotný algoritmus
NJ je implementován v souboru neighborJoining.py.
Funkce progressiveAlignment() provádí závěrečné zarovnání sekvencí pomocí algoritmu
SW nebo Needleman-Wunsch podle obdrženého pořadí z předchozího kroku. Po každé za-
rovnané dvojici sekvencí je z těchto vytvořena jedna pomocí funkce createOneSequence().
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Tato funkce rovněž ze dvou přidružených masek sestaví jednu. Postupuje přitom tak, jak
je uvedeno v tabulce 5.3 (sekvence jsou již překódované na seznam celočíselných hodnot).
Znak ”-”představuje vloženou mezeru a ”∼”neshodu odpovídajících si hodnot v sekvencích.
Sekvence č. 2 již obsahuje znak pro neshodu, neboť je to výsledek již dřívějšího zarovnávání.
Před zarovnáním
Maska 1 1 1 0 0 0 0 1 1 1 0
Sekvence 1 13 14 15 3 3 3 5 5 5 10
Sekvence 2 13 14 15 270 2 2 2 5 5 5 ∼
Maska 2 1 1 1 0 0 0 0 1 1 1 ∼
Po zarovnání
Maska 1 1 1 0 0 0 0 - 1 1 1 0
Sekvence 1 13 14 15 3 3 3 - 5 5 5 10
Sekvence 2 13 14 15 270 2 2 2 5 5 5 ∼
Maska 2 1 1 1 0 0 0 0 1 1 1 ∼
Výsledná sekvence a její maska
Sekvencenew 13 14 15 ∼ ∼ ∼ - 5 5 5 ∼
Maskanew 1 1 1 ∼ ∼ ∼ - 1 1 1 ∼
Tabulka 5.3: Vytváření jediné sekvence ze dvou zarovnaných sekvencí.
Výsledná zarovnaná sekvence je převedena na regulární výraz pomocí funkce trans-
formToRegularExpression(), jak bylo popsáno v sekci 4.1. V této fázi je však regulární
výraz stále v podobě sekvence celočíselných hodnot a proto je převeden na řetězec znaků
za použití funkce reverseMapping() a vybudovaného slovníku v úvodní fázi. Funkce join-
SpecialSymbol() nahradí v textové podobě regulárního výrazu konkatenaci řetězců ”.∗”či
znaků ”∗”za jediný.
5.4.1 Smith-Waterman
Algoritmus Smith-Waterman je implementován v modulu smithWaterman.py podle prin-
cipu uvedeného v 4.2.1. Navíc je však algoritmus upraven tak, aby pracoval s maskou udá-
vající poziční informace. Rovněž byl původní zpětný průchod maticí (funkce traceback())
modifikován tak, aby nekončil při dosažení prvku s hodnotou skóre 0, nýbrž aby pokračo-
val od nejvyššího skóre ze zbývající submatice. Může totiž nastat případ, kdy budeme mít
následující dvě sekvence a jejich masky. Tyto sekvence mohou být vybrány z větší množiny
sekvencí, které začínají vždy řetězcem USER.
Sekvence 1 USER xxxPASSWORD XXXSTAT
Maska 1 111110000000000000000000
Sekvence 2 USER zzzzzzzzzzzzzzzPASSWORD ZZZSTAT
Maska 2 111110000000000000000000000000000000
Tabulka 5.4: Sekvence před zarovnáním.
Výsledkem zarovnání bude sekvence PASSWORD ∼∼∼STAT a společný počáteční řetězec
všech sekvencí je zahozen (nepoužit). Při nastaveném skórovacím mechanismu, kde shoda
je ceněna hodnotou 1, neshoda -1, mezera -1, bonus za pozičně specifický znak 1 a bonus
za každý token 1, je skóre pro zarovnané sekvence:
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Sekvence 1 USER xxx------------PASSWORD XXXSTAT
Maska 1 11111000------------0000000000000000
Sekvence 2 USER zzzzzzzzzzzzzzzPASSWORD ZZZSTAT
Maska 2 111110000000000000000000000000000000
||| | | ||||||||||||| | | | |
Skóre 369 15 12 9876543210246 12 18 15 23
Tabulka 5.5: Zarovnané sekvence a průběžné skóre.
Funkce traceback() prochází skórovací maticí v reverzním pořadí od maximální hodnoty
(23) a zastaví se na hodnotě 0, tedy na začátku řetězce PASSWORD. Upravená verze algoritmu
vyhledává od místa zastavení další maximální hodnoty dosud neprojité části (zde skóre 15).
Najdou-li se, algoritmus pokračuje dál běžným způsobem. Lze tak získat finální zarovnání
tvaru USER PASSWORD ∼∼∼STAT.
5.4.2 Needleman-Wunsch
Algoritmus Needleman-Wunsch je metoda pro globální zarovnávání sekvencí (Smith-Water-
man je lokální). Ke své činnosti vyžaduje rovněž jako předešlý algoritmus dvě sekvence
(jejich délky jsou v a w), hodnotu za shodu a neshodu znaků (S) a penalizaci za vložení
mezery (d). Matice hodnot M velikosti (v + 1) × (w + 1) se v tomto podání vypočítává
mírně odlišně jako:
M [i][j] = max

M [i− 1][j − 1] + S
M [i− 1][j] + d
M [i][j − 1] + d
(5.2)
a dovoluje tak i záporné hodnoty skóre.
Pro získání zarovnaných sekvencí se rovněž zpětně prochází vytvořenou maticí, tento-
kráte však z pevně určené pozice, a to z poslední buňky (z pravého dolního rohu). Proces
navracení končí při dosažení první buňky (levý horní roh).
Algoritmus Needleman-Wunsch je implementován v souboru needlemanWunsch.py, ob-
sahujícím třídu nw. Její rozhraní je totožné s implementací algoritmu SW pro zajištění
jednotného přístupu k zarovnávání. Podporuje tedy i práci s maskami řetězců.
Důvodem implementace této metody byla snaha získat ze dvou sekvencí maximum spo-
lečných informací, čili všechny zarovnané části. Mějme následující sekvence:
∧\x13BitTorrent protocol\x00\x00\x00\x00\x00.∗(1| \x00|r)(\x00|z|8)$
∧\x13BitTorrent protocol\x00\x00\x00\x00\x00.∗KT4130-.∗(1| \x00|r)(\x00|z|8)$
∧\x13BitTorrent protocol\x00\x00\x00\x00\x00.∗---------(1| \x00|r)(\x00|z|8)$
Tabulka 5.6: První a druhý řádek jsou sekvence před zarovnáním. Třetí řádek je výsledek
zarovnání spojený v jednu sekvenci.
První dva řádky představují sekvence pro zarovnání. Poslední řádek tabulky ukazuje
zarovnaný výsledek pomocí NW v podobě jediné sekvence. Kdyby totožné sekvence byly
zarovnány pomocí algoritmu Smith-Waterman, bylo by výsledkem pouze
∧\x13BitTorrent protocol\x00\x00\x00\x00\x00.∗
i přesto, že obě mají stejný suffix.
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5.5 Clustering
Během vývoje celého systému byly jeho jednotlivé části testovány na malých objemech dat,
která byla ručně vyfiltrována na úzce specifický směr. To proto, aby bylo možné sledovat
korektnost regulárních výrazů. V reálném případě však můžou v rámci jednoho komunikač-
ního protokolu existovat rozdílnosti v přenášených datech. Může také nastat situace, kdy
záznam síťové komunikace bude obsahovat i pakety jiného protokolu, než pro jaký chceme
regulární výraz vyvinout. Dalším význačným příkladem budiž komunikace pomocí proto-
kolu BitTorrent. Pokud pomocí nějakého nástroje (bude probráno v 6.2) určíme komunikaci
konkrétního BitTorrent klienta a chtěli bychom ji popsat regulárním výrazem, tak navržený
systém vytvoří velice obecný RV nebo jej dokonce vůbec nenajde, neboť záznam obsahuje
více komunikačních protokolů. Je tedy velice důležité, z jakých dat se RV vytváří. Napří-
klad při komunikaci s trackerem je využit HTTP protokol, ovšem na transportní vrstvě
jsou využity nestandardní komunikační porty a tak by bylo možné takové spojení rozpo-
znat pomocí RV. To je ale opět limitující faktor. Pokud bychom chtěli vyvinout regulární
výraz z dat, která byla předem filtrována pomocí vestavěného RV nějakého nástroje, může
navržený systém vytvořit regulární výraz maximálně kvality RV použitého při filtraci.
Z výše uvedených důvodů je tedy potřeba, aby si systém nezávisle na uživatelem před-
ložených vstupních záznamech síťové komunikace vytvářel shluky dat, aby mohl kategoricky
stanovit, že daný tok, řetězec či sekvence nepatří do aktuálně zpracovávané skupiny dat.
Prvním návrhem, jak rozlišit kategorie dat, bylo využití podobností sekvencí v podobě
skóre, získaných pomocí algoritmů Smith-Waterman či Needleman-Wunsch, tedy až ve fázi
zarovnávání. Bohužel tento přístup s ohledem na koncepci systému nelze využít. Proti ná-
vrhu vystupuje aplikace minimálního pokrytí, které musí každý společný podřetězec splňo-
vat (v minimálně kolika tocích se musí vyskytovat). Pokud bychom nastavili minimální
pokrytí na 10% a záznam komunikace by obsahoval 950 toků jednoho protokolu a 50 toků
druhého, nemusí se společné podřetězce druhé množiny toků uplatnit, jestliže se nevysky-
tovaly také v první množině a tím dochází k významné informační ztrátě. Druhý důvod
nepoužitelnosti tohoto návrhu má původ v přístupu ve výběru tokenů do vektorů tokenů,
tedy takovém, kde se upřednostňují ty nejčastěji zastoupené. Tokeny s největší četností
výskytů pak budou s velkou pravděpodobností společné pro oba protokoly, čímž dochází
k degradování výsledného regulárního výrazu.
Pro cílenější a přesnější vývoj regulárních výrazů či jen souběžný vývoj více regulárních
výrazů zároveň, byl naimplementován modul cluster.py. Ten obsahuje funkci inputCluste-
ring(), jejíž parametrem je seznam řetězců. Funkce je volána hned po fázi předzpracování
a tak vstupními daty jsou řetězce tvořící payload jednotlivých toků. InputClustering() vy-
tváří shluky dat na základě jejich podobnosti. Pro výpočet tohoto parametru byl nasazen
algoritmus Needleman-Wunsch, který iteruje přes všechny dvojice. Z důvodu časové nároč-
nosti algoritmus nezpracovává celé řetězce, ale pouze prvních K bytů. Intervaly podobností,
podle kterých probíhá přiřazování dat do shluků, jsou celkem čtyři a odvíjí se od maximál-
ního skóre podobnosti pro řetězce délky K. Vytvořených shluků může být samozřejmě více
než počet intervalů, neboť ty udávají pouze kvalitu shluků. Cluster s daty, jejíž podobnosti
spadají do prvního (nejmenšího) intervalu, je zahozen. Jsou to rozdílné řetězce, které je
možné považovat za šum. Výstupem funkce je seznam shluků.
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5.6 Hlavní program
Hlavní modul, který řídí celý proces vývoje regulárního výrazu se jmenuje program.py.
Zpracovává vstupní parametry, jimiž jsou
-h - tisk nápovědy
-S - nastaví vyhledávání společných podřetězců pomocí Suffix Array,
implicitní metoda - dynamické programování
-E - ořezání payloadu na pevně zvolenou délku
-G - zarovnávací metoda Needleman-Wunsch,
implicitně Smith-Waterman
-U - clustering vstupních dat
-D - aktivace výpisu rozšířených informací
-T - aktivace zarovnávání sekvencí podle jejich podobnosti
-L <int> - nastaví délku payloadu toků, z kterého bude RV vyvíjen,
implicitně 256B
-N <int> - maximální počet síťových toků pro zpracování
-M <int> - hodnota za shodu znaků pro zarovnávací algoritmy
-C <float> - nastavení minimálního pokrytí (0-1), implicitně 0,1 (10%)
Hlavní program umožňuje načítat více vstupních souborů se záznamem síťové komu-
nikace. Tento krok umožňuje postupný vývoj regulárního výrazu. Jestliže nastane situace,
kdy se komunikační protokol určité aplikace pozmění a získáme-li záznam dané komuni-
kace, lze jej doplnit k dříve obstaraným záznamům a tak pro ně vyvinout nový specifický
regulární výraz.
Vlastní program po extrakci seznamu payloadů spouští proces vývoje regulárního výrazu
několikrát. V prvním kroku pro komunikaci ve směru zdroj → cíl (odchozí) a v druhém
ve směru cíl→ zdroj (příchozí). Každý z obou kroků opakuje tolikrát, kolik bylo vytvořeno
shluků dat, byl-li aktivován clustering.
5.7 Nástroj pro klasifikaci síťových dat
Pro testování vytvořených regulárních výrazů byl naimplementován nástroj, který provádí
klasifikaci síťových toků ze záznamu komunikace.
Implementace se nachází v modulu match.py, který obsahuje třídu matching. Při inici-
alizaci jsou zastoupeny čtyři parametry:
• název souboru s regulárními výrazy
• název souboru se záznamem síťové komunikace
• název souboru se záznamem generovaným nástrojem GT (6.2.2)
• název souboru pro zápis identifikovaných paketů
• názvy aplikací, které generovaly síťový provoz
Soubor s regulárními výrazy se implicitně nazývá match-re.txt, jehož struktura je vidět
v tabulce 5.7. Jednotlivé záznamy tvoří dvojice řádků. První řádek udává název protokolu
či vlastní označení RV a druhý obsahuje konkrétní tvar regulárního výrazu. Aby uživatel
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BitTorrent-UDP AB
∧(A\x02|d1:(a|r)d2:id20:)
BitTorrent-UDP BA
∧(!\x02|d1:(a|r)d2:id20:)
#eDonkey
∧(\xe3| \xc5).\x00\x00\x00L.∗\x00\x00\x00\x02\x01\x00\x01
Tabulka 5.7: Možný obsah souboru match-re.txt.
nemusel stále přidávat a mazat záznamy podle toho, jaké RV chce aplikovat při klasifikaci,
je možné zvolené záznamy zakomentovat přidáním znaku # před název.
Načítání souboru se záznamem síťové komunikace obstarává opět modul preproces-
sing.py (5.1), který tentokráte vrací spolu s payloady toků také jejich identifikace.
Pokud je programu dodán soubor se záznamem z nástroje GT a názvy aplikací, jejichž
komunikaci si přejeme detekovat, je volána funkce readGTFile(), která záznam přečte a
uchová identifikace toků daných aplikací (zdrojová a cílová IP adresa, zdrojový a cílový port,
protokol). Zároveň odfiltruje všechny nežádoucí identifikace, které nástroj GT generuje.
Mezi ně patří toky s IP adresou (zdrojovou či cílovou) 127.0.0.1 nebo 0.0.0.0.
Hlavní funkce scannData() prochází všechny načtené payloady toků a každý z nich
se testuje na shodu s regulárními výrazy v sekvenčním pořadí podle výskytu v souboru
match-re.txt. I přes úspěšnou shodu se aplikují všechny RV na daný payload, aby bylo
možné sledovat účinnost (míru zastoupení) každého z nich. Pokud byl načten i soubor se
záznamem z nástroje GT, kontroluje se, zda identifikovaný tok se v záznamu nachází, aby
byla zaručena správnost klasifikace.
Aby bylo možné vzájemně porovnat testované regulární výrazy i podle toho, jaká data
rozpoznaly, je každý identifikovaný síťový tok uložen spolu s identifikací (metadaty) do sou-
boru match-result.txt.
Výstupem programu jsou informace:
• počet síťových toků celkem
• počet síťových toků s payloadem
• počet načtených regulárních výrazů
• počet síťových toků podle nástroje GT
– počet identifikovaných toků
• celkový počet identifikovaných toků
• pro každý použitý RV
– název protokolu či RV uvedeného v souboru
– regulární výraz
– počet identifikovaných toků
– v souboru match-result.txt :
∗ identifikace toku
∗ payload identifikovaného paketu (prvních 100B)
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• pro toky, které byly identifikovány nad rámec GT
– název protokolu či RV uvedeného v souboru
– identifikace toku
– payload identifikovaného paketu (prvních 100B)
• pro toky, které nebyli identifikovány (podle GT)
– identifikace toku
• doba zpracování
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Kapitola 6
Záznamy síťové komunikace
Tato kapitola má přiblížit možnosti získání záznamů síťové komunikace jak z internetu, tak
na základě vlastního sběru (odchytávání) pomocí paketových snifferů.
Bude zde probrána anonymizace dat a budou představeny nástroje Microsoft Network
Monitor a Ground Truth software.
6.1 Dostupnost záznamů
Záznamy síťových komunikací, ze kterých by bylo možné vyvíjet regulární výrazy, lze najít
i na internetu. Většinou se však jedná o malé vzorky dat, vystavované pro ukázku komuni-
kačního protokolu a tyto jsou volně dostupné1.
Existují také záznamy síťových komunikací, které jsou tvořeny pakety automaticky či
automatizovaně generovaného provozu2. Data vytvořená tímto způsobem slouží především
pro vědecké a testovací účely.
Třetí kategorií dostupných dat jsou záznamy reálného provozu o objemu řádově v GB,
jež byly pořízeny na rozsáhlých počítačových sítích. Tato data jsou ovšem před poskytnu-
tím veřejnosti anonymizována, neboť mohou obsahovat citlivé informace. Za takový druh
informací lze považovat zdrojové a cílové IP adresy, komunikační porty, přihlašovací jména
a hesla v otevřené podobě, či jiná data.
Některé dostupné záznamy síťových komunikací jsou anonymizovány tak, že je ve všech
paketech odstraněna L7 ISO/OSI vrstva, a tudíž z nich nelze vytvářet RV. Jiné druhy
anonymizací mění IP adresy a komunikační porty, přičemž jedna a ta sama IP adresa se
mapuje vždy na jednu jinou. Ze známých protokolů odstraňuje přihlašovací údaje či je
nahrazuje pevně daným řetězcem.
Nástroji pro anonymizaci jsou například SCRUB-tcpdump, Crypto-PAn3 či tcpanon.
6.2 Odchytávání dat
Další variantou získání síťové komunikace je vlastní odchytávání dat pomocí paketového
snifferu. Je možné zaznamenávat lokální komunikaci na jednom počítači či komunikaci více
1Například http://www.viste-family.net/mateusz/netcaptures/
http://www.netresec.com/?page=PcapFiles či http://www.pcapr.net/
2Například http://www.iscx.ca/dataset
3Crypto-PAn - Cryptography-based Prefix-preserving Anonymization
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počítačů ve vlastní síti a vytvářet regulární výrazy pro typický provoz nebo z komunikace
vytypovaných aplikací.
Pro tento účel lze využít nástroje tcpdump, Wireshark, Microsoft Network Monitor a
další. V této práci byly pro sběr testovacích dat použity poslední dva. Filtrování provozu
bylo provedeno buď podle specifické aplikace, která jej generovala, podle transportního
protokolu (TCP, UDP) či u některých protokolů podle oficiálních čísel komunikačních portů
(ovšem v takovém případě je účinnost velmi malá díky používání nestandardních portů).
Rovněž lze odchytit veškerou komunikaci bez použití filtru a při vývoji regulárního výrazu
nastavit shlukování vstupních dat.
6.2.1 Microsoft Network Monitor
Možný způsob, jak získat záznam síťové komunikace a následně jej filtrovat podle aplikací,
které síťový provoz generovali, spočívá v nasazení volně dostupného nástroje Microsoft Net-
work Monitor. Jedná se o paketový analyzátor, jehož poslední stabilní verze nese označení
3.4 (rok 2010), který by měl být nahrazen nástrojem Microsoft Message Analyzer.
Microsoft Network Monitor je podporován na systému Windows (7, 2008 Server, Vista,
XP, Server 2003) jak na 32b, tak i na 64b platformě a nabízí odchytávání komunikace,
její zobrazení v textové podobě a následující analýzu. Rovněž podporuje síťové konverzace,
tedy vytváří statistiky pro dva koncové body komunikace. Dokáže rozpoznat přes 300 veřej-
ných a proprietárních protokolů. Důležitou funkcí je sledování systémových a uživatelských
procesů, které generují síťový provoz.
I přesto, že nástroj umí číst soubory libpcap formátu, nedokáže v něm ukládat odchy-
cený provoz. Implicitní a rovněž jediný dostupný je formát cap. Jelikož navržený systém
pro tvorbu regulárních výrazů využívá knihovnu pro práci se soubory typu pcap, je nutné
získaný záznam na požadovaný typ převést. Pro tento účel lze využít nástroje Wireshark
(Wireshark pro platformu windows, linuxová verze požadovanou konverzi nepodporuje).
6.2.2 Ground Truth software
Pro účely testování kvality automaticky vytvořených regulárních výrazů je nutné znát me-
tadata o odchycených paketech síťové komunikace. Tedy konkrétně vědět, který paket náleží
síťové komunikaci které aplikace. To z toho důvodu, abychom mohli jednoznačně stanovit
celkovou úspěšnost identifikace pomocí RV. Budeme-li tedy znát, jaké pakety patří kon-
krétní aplikaci a budeme-li mít RV popisující její protokol, můžeme určit počty správně a
chybně rozpoznaných paketů.
Obrázek 6.1: Ground Truth - využití nástrojů gt client daemon a ipclass post-processing
toolset pro identifikaci paketů [9].
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Pro získání metadat lze použít nástroj gt (the Ground Truth software) [9], vytvořený
na univerzitě Politecnico di Torino ve spolupráci s CAIDA4. Tento multiplatformní nástroj
je distribuován pod BSD5 licencí a skládá se ze dvou částí - gt client daemon a ipclass
post-processing toolset.
Gt client daemon je klientská aplikace monitorující aktivní síťové sockety a jejich
vlastníky v podobě komunikujících aplikací. Zjištěné informace umožňuje tisknout přímo
na standardní výstup či ukládat do SQL databáze a to na lokální nebo vzdálený stroj.
Pro úspěšnou kompilaci jediné dostupné verze (0.0.1) pod Linuxem je ovšem potřeba
ve zdrojovém souboru gt sockiface linux.cpp přepsat řádky 307 až 315 následovně:
if(local6.__in6_u.__u6_addr32[0] == 0 &&
local6.__in6_u.__u6_addr32[1] == 0 &&
local6.__in6_u.__u6_addr32[2] == htonl(0xFFFF) &&
rem6.__in6_u.__u6_addr32[0] == 0 &&
rem6.__in6_u.__u6_addr32[1] == 0 &&
rem6.__in6_u.__u6_addr32[2] == htonl(0xFFFF)) {
local4.s_addr = local6.__in6_u.__u6_addr32[3];
rem4.s_addr = rem6.__in6_u.__u6_addr32[3];
}
Získané informace pomocí klientské aplikace jsou při tisku na standardní výstup for-
mátu:
2013-01-18 18:42:35 | 10.0.0.1, 89.233.146.155, 39625, 80, clementine TCP created at 1358530955
2013-01-18 18:44:21 | 10.0.0.1, 64.12.73.130, 43815, 5190, pidgin TCP created at 1358531061
2013-01-18 18:56:57 | 10.0.0.1, 173.194.70.120, 49115, 80, firefox TCP created at 1358531817
2013-01-18 18:57:54 | 10.0.0.1, 212.187.172.78, 44067, 33033, skype TCP created at 1358531874
kde se vyskytuje datum, čas, zdrojová a cílová IP adresa, zdrojový a cílový port, ko-
munikující aplikace s úplnou adresářovou cestou (zde ve výpisu je cesta odstraněna, plný
tvar je /usr/bin/clementine), transportní protokol a čas vniku či zániku v sekundách
uplynulých od 1.1.1970.
Ipclass post-processing toolset z výše získaných informací a ze souboru se záznamem
síťové komunikace zjišťuje použité komunikační protokoly pomocí vzorů z L7-filteru. Způsob
využití nástroje gt je vidět na obrázku 6.1.
4CAIDA-The Cooperative Association for Internet Data Analysis
5BSD-Berkeley Software Distribution. Jedná se o licenci pro svobodný software.
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Kapitola 7
Vlastnosti systému
Tato kapitola popisuje vytvořený systém z pohledu jeho vlastností. Ukazuje časovou nároč-
nost výpočtu a chování systému v závislosti na nastavených parametrech.
Veškeré testy byly provedeny na počítači s parametry:
• Procesor: Intel(R) Core(TM) i5-2520M 2,50GHz
• Operační paměť: 4GB
• Systém: GNU/Linux
7.1 Časová náročnost funkcí
Prvním provedeným testem je zjištění časového kvanta, potřebného pro vykonání deseti
hlavních funkcí systému v závislosti na zvolených metodách vyhledávání společných podře-
tězců a zarovnávání sekvencí. Jsou zde zastoupeny všechny kombinace algoritmů a rovněž
je rozlišen vývoj regulárního výrazu na dva směry komunikace (A→B a B→A).
Metoda vyhledávání Dynamické programování
Metoda zarovnavani Smith-Waterman Needleman-Wunsch
Směr komunikace A-B B-A A-B B-A
readData 1,02014 1,02014 1,02014 1,02014
extractPayload 0,02463 0,02463 0,02463 0,02463
findCommonSubstrings 24,49528 7,75525 24,71981 7,99147
mergeData 0,16045 0,28600 0,16992 0,29168
findSingleByteCS 0,00040 0,00024 0,00043 0,00024
positionConstraints 0,06010 0,10713 0,06087 0,10738
pairAlignment 213,67172 85,65127 106,79270 42,57517
buildingGuideTree 1,58672 0,14654 1,57901 0,14502
progressiveAlignment 4,34094 2,88877 2,17022 1,54336
transformToRegularExpression 0,00001 0,00002 0,00009 0,00025
Doba na 1 směr 245,36039 97,87998 136,53782 53,69933
Doba celkem 343,24037 190,237151
Tabulka 7.1: Doba vykonávání funkcí ([s]). Vyhledávání společných podřetězců - dynamické
programování.
Naměřené hodnoty, které lze vidět v tabulce 7.1 a 7.2, byly získány při zpracování
síťového záznamu BitTorrent komunikace (TCP). Záznam obsahoval celkem 141 síťových
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toků s daty na L7 ISO/OSI vrstvě jimž odpovídá 26752 paketů. Z toho ve směru A→B
bylo 141 toků a ve směru B→A 74 toků. Délka zpracovávaných dat z jednotlivých toků
byla nastavena na 256B (maximální délka) a parametr pokrytí pro společné podřetězce byl
nastaven na 10%.
Metoda vyhledávání Suffix Array
Metoda zarovnavani Smith-Waterman Needleman-Wunsch
Směr komunikace A-B B-A A-B B-A
readData 1,02014 1,02014 1,02014 1,02014
extractPayload 0,02463 0,02463 0,02463 0,02463
findCommonSubstrings 8,17058 2,78511 8,18389 2,78198
mergeData 0,15861 0,28709 0,15610 0,28401
findSingleByteCS 0,00040 0,00025 0,00067 0,00025
positionConstraints 0,06140 0,10762 0,05995 0,10702
pairAlignment 212,39495 85,18201 105,74070 42,22475
buildingGuideTree 1,55955 0,15095 1,61733 0,14634
progressiveAlignment 4,27913 2,89494 2,15464 1,53226
transformToRegularExpression 0,00002 0,00001 0,00150 0,00069
Doba na 1 směr 227,66941 92,45275 118,95953 48,12207
Doba celkem 320,122158 167,081596
Tabulka 7.2: Doba vykonávání funkcí ([s]). Vyhledávání společných podřetězců - suffix array.
Z tabulek je patrná mnohonásobná časová náročnost dvou funkcí oproti ostatním. Jsou
jimi findCommonSubstrings() zajišťující hledání společných podřetězců a pairAlignment()
pro zarovnávání všech dvojic sekvencí za účelem získání jejich podobnosti.
Při porovnání algoritmů pro vyhledávání společných podřetězců lze vidět, že suffix array
je v průměru o 66,77% rychlejší naž dynamické programování ve směru A→B a o 64,64%
ve směru B→A.
Při zarovnávání všech dvojic sekvencí je v průměru o 50,24% rychlejší Needleman-
Wunsch než Smith-Waterman.
Porovnání dob výpočtu jednotlivých funkcí lze také vidět na histogramech 7.1 a 7.2.
Celkové srovnání časové náročnosti při kombinaci všech metod lze nalézt v grafu 7.3, kde
nejlepších výsledků je dosaženo ve spolupráci suffix array a Needleman-Wunsch.
7.2 Vliv pořadí zarovnávání
V návaznosti na předchozí test bylo snahou urychlit výpočet zarovnání všech dvojic sek-
vencí, které se provádí za účelem získání jejich podobnosti. Na základě této informace a
algoritmu Neighbor Joining je určeno finální pořadí zarovnávání.
Prvním krokem bylo zjištění, jakým způsobem se podílí pořadí zarovnávaných sekvencí
na výsledný tvar regulárního výrazu. Při analýze se však ukázalo, že pro množinu vlast-
ních trénovacích dat systém vytváří totožné RV jak pro sekvence s vypočítaným pořadím
zarovnávání, tak pro sekvence s chronologickým pořadím podle výskytu v záznamu síťové
komunikace. Proto byl do systému dodán přepínač, který aktivuje výpočet pořadí explicitně.
Odpadne-li volání funkcí pairAlignment() a buildingGuideTree(), dostaneme pro stejná
data a parametry systému (jako v předchozím testu) následující histogram, shrnující celko-
vou dobu výpočtu při zvolených vyhledávacích a zarovnávacích algoritmů.
Pro porovnání, doba výpočtu při využití dynamického programování a algoritmu Smith-
Waterman je nyní o 89,14% kratší. než v předchozím testu.
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Obrázek 7.1: Histogram doby výpočtu hlavních funkcí (směr A→B).
Obrázek 7.2: Histogram doby výpočtu hlavních funkcí (směr B→A).
7.3 Počet síťových toků
Druhý test si klade za cíl sledovat dobu výpočtu a výsledný tvar RV při proměnném množ-
ství vstupních toků ze záznamu síťové komunikace.
Parametry nastavené v tomto testu jsou následující. Vstupní záznam síťové komunikace
obsahuje BitTorrent protokol (UDP), délka zpracovávaných dat z jednotlivých toků byla
nastavena na 256B (ne přesná délka, je brán obsah vždy celého paketu, ze kterého je do-
dáváno do stanovené hodnoty) a parametr pokrytí pro společné podřetězce byl nastaven
na 10%. Rozsah testovaných toků byl volen od 40 do 320 s krokem 40. Vzájemné porov-
nání celkových dob výpočtu regulárních výrazů z obou směrů komunikace je vidět v grafu
7.5. Z průběhů je patrné, že vyhledávání společných podřetězců pomocí dynamického pro-
gramování je nyní efektivnější, ačkoliv v prvním testu (7.1) při TCP spojení vítězil suffix
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Obrázek 7.3: Graf celkové doby výpočtu při kombinaci vyhledávacích a zarovnávacích me-
tod.
Obrázek 7.4: Graf celkové doby výpočtu při kombinaci vyhledávacích a zarovnávacích me-
tod.
array.
Tabulky 7.3 a 7.4 ukazují konkrétní tvary vyvinutých regulárních výrazů v závislosti
na počtu vstupních síťových toků. V první tabulce je vidět, že RV se již od hodnoty 240
nemění. Je možné také pozorovat výsledky zarovnání obou použitých algoritmů. Smith-
Waterman měl své lokální maximum na konci podsekvence d1:(a|r)d2:id20: (od hodnoty
160), kdežto Needleman-Wunsch vrací celé zarovnané sekvence.
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Obrázek 7.5: Závislost doby výpočtu na množství síťových toků.
Počet toků Metoda Regulární výraz
40
(DP,SA), SW ∧d1:ad2:id20:.∗e1:q.∗1:t4:.∗1:v4:UT.∗1:y1:qe
(DP,SA), NW ∧d1:ad2:id20:.∗e1:q.∗1:t4:.∗1:v4:UT.∗1:y1:qe
80
(DP,SA), SW ∧d1:ad2:id20:.∗1:q.∗1:t:.∗1:v4:.∗1:y1:qe
(DP,SA), NW ∧d1:ad2:id20:.∗e.∗1:q.∗1:t:.∗1:v4:.∗1:y1:qe
120
(DP,SA), SW d1:(a|r)d2:id20:.∗1:.∗:.∗1:v4:.∗1:y1:(r|q)e
(DP,SA), NW .∗d1:(a|r)d2:id20:.∗e.∗1:.∗:.∗1:v4:.∗1:y1:(r|q)e
160
(DP,SA), SW d1:(a|r)d2:id20:
(DP,SA), NW .∗d1:(a|r)d2:id20:.∗e.∗1:.∗1:.{1}4:.∗1:y1:(r|q)e
200
(DP,SA), SW d1:(a|r)d2:id20:
(DP,SA), NW .∗d1:(a|r)d2:id20:.∗e.∗1:.∗1:.∗1:y1:(r|q)e
240
(DP,SA), SW d1:(a|r)d2:id20:
(DP,SA), NW .∗d1:(a|r)d2:id20:.∗e.∗1:.∗1:.∗1:y1:(r|q)e
280
(DP,SA), SW d1:(a|r)d2:id20:
(DP,SA), NW .∗d1:(a|r)d2:id20:.∗e.∗1:.∗1:.∗1:y1:(r|q)e
320
(DP,SA), SW d1:(a|r)d2:id20:
(DP,SA), NW .∗d1:(a|r)d2:id20:.∗e.∗1:.∗1:.∗1:y1:(r|q)e
Tabulka 7.3: Regulární výrazy pro odchozí komunikaci, vytvořené z uvedeného počtu toků.
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Počet toků Metoda Regulární výraz
40
(DP,SA), SW ∧d1:ad2:id20:.∗node
(DP,SA), NW ∧d1:ad2:id20:.∗node.∗:.∗:
80
(DP,SA), SW d1:ad2:id20:
(DP,SA), NW .∗d1:ad2:id20:.∗:
120
(DP,SA), SW d1:ad2:id20:
(DP,SA), NW .∗d1:ad2:id20:
160
(DP,SA), SW ∧(!|d)(1|\x02).∗d2:id20:
(DP,SA), NW ∧(!|d)(1|\x02).∗d2:id20:
200
(DP,SA), SW ∧(!|d)(1|\x02).∗d2:id20:
(DP,SA), NW ∧(!|d)(1|\x02).∗d2:id20:
240
(DP,SA), SW ∧(!|d)(1|\x02).∗d2:id20:
(DP,SA), NW ∧(!|d)(1|\x02).∗d2:id20:
280
(DP,SA), SW ∧(!|A|d)(1|\x02).∗d2:id20:
(DP,SA), NW ∧(!|A|d)(1|\x02).∗d2:id20:
320
(DP,SA), SW ∧(!|A|d)(1|\x02).∗d2:id20:
(DP,SA), NW ∧(!|A|d)(1|\x02).∗d2:id20:
Tabulka 7.4: Regulární výrazy pro příchozí komunikaci, vytvořené z uvedeného počtu toků.
7.4 Délka payloadu
Další test se zaměřuje na délku dat získaných ze síťových toků. Nastavením délky v bytech
lze regulovat dobu výpočtu a hlavně rozsah, ze kterého bude regulární výraz vytvářen.
Obrázek 7.6: Doba výpočtu v závislosti na délce payloadu.
Test byl proveden zvlášť pro dva záznamy síťové komunikace - eDonkey a BitTorrent.
První obsahoval síťový provoz tří klientů (aMule, eMule, CruxP2P, celkem 400 toků s pay-
loadem) a druhý obsahoval provoz čtyř klientů (KTorrent, qBittorrent, BitComet, BitLord,
rovněž 400 toků s payloadem). Společné podřetězce byly vyhledávány pomocí metody su-
ffix array s nastaveným pokrytím na 10% a zarovnávání obstaral algoritmus Needleman-
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Wunsch. Nastavované délky dat neudávají přesnou velikost, ale pouze maximální. Vstupem
jsou tedy všechna data délky z intervalu < 2,max >, neboť některé toky mohou být kratší.
Z grafu 7.6 je vidět, že vliv délky dat na čas výpočtu pro oba protokoly je téměř lineární.
Čím delší data bude systém přijímat, tím je možné vytvořit více specifický regulární
výraz pro danou vstupní množinu řetězců, pokud tedy v přenášených datech existují stejné
sekvence.
Délka [B] Regulární výraz
50
∧\xe3.{1}\x00\x00\x00
∧(\xe3|\xc5).{1}\x00\x00\x00
100
∧\xe3.{1}\x00\x00\x00
.∗\x00.∗\x00
150
.∗\xe3.∗\x00\x00\x00
200
∧\xe3.{1}\x00\x00\x00
.∗\x00.∗\x00.∗\x00
250
.∗\x00.∗\x00
300
∧\xe3.{1}\x00\x00\x00.∗\x01.∗\x00.∗\x00.∗\x00
.∗\x00.∗\x00
Tabulka 7.5: Regulární výrazy pro eDonkey protokol.
Délka [B] Regulární výraz
50
∧\x13BitTorrent protocol
∧\x13BitTorrent protocol(\x00|\x80)\x00\x00\x00\x00
100
∧\x13BitTorrent protocol.∗\x00\x00\x00.∗\x00
∧\x13BitTorrent protocol(\x00|\x80)\x00\x00\x00\x00
150
∧\x13BitTorrent protocol.∗\x00\x00\x00.∗\x00
∧\x13BitTorrent protocol(\x00|\x80)\x00\x00\x00\x00
200
∧\x13BitTorrent protocol.∗\x00\x00\x00.∗\x00.∗0
∧\x13BitTorrent protocol(\x00|\x80)\x00\x00\x00\x00
250
∧\x13BitTorrent protocol.∗\x00\x00\x00.∗\x00
∧\x13BitTorrent protocol(\x00|\x80)\x00\x00\x00\x00
300
∧\x13BitTorrent protocol.∗\x00\x00\x00.∗0
∧\x13BitTorrent protocol(\x00|\x80)\x00\x00\x00\x00
Tabulka 7.6: Regulární výrazy pro BitTorrent protokol.
Samotné RV pro nastavené délky payloadu jsou uvedeny v tabulkách 7.5 a 7.6. Zvlášť
jsou uvedeny RV pro odchozí a příchozí komunikaci.
Regulární výraz .∗\x00.∗\x00 pro eDonkey protokol (příchozí komunikace) či žádný
vytvořený (150B - příchozí komunikace, 250B - odchozí) je značně odlišný od prvního zá-
znamu. To proto, že se zde projevil nedostatek zarovnávacího algoritmu Needleman-Wunsch
při zarovnávání sekvencí s různou délkou. Pokud je rozdíl délek sekvencí překročen o urči-
tou hodnotu, závislou na skórovacím mechanismu, ztrácí se informace o cestě (návaznosti
jednotlivých buněk) v matici zarovnání a algoritmus tak vrací nekorektní tvar zarovnaných
sekvencí (neví, jak byla zarovnána prefixová část).
Použijeme-li místo algoritmu Needleman-Wunsch metodu Smith-Waterman, tak pro to-
tožné nastavení a stejná data získáme RV vždy tvaru ∧\xe3.{1}\x00\x00\x00 (odchozí
komunikace) a ∧(\xe3|\xc5).{1}\x00\x00\x00 (příchozí).
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7.5 Skórovací mechanismus
Jak bylo ukázáno v předchozím testu (7.4), lze výsledný tvar zarovnávaných sekvencí ovliv-
nit specifickým nastavením skórovacího mechanismu zarovnávacích algoritmů. Tedy hod-
notou penalizace za neshodu odpovídajících si znaků v sekvenci, za vloženou mezeru a
odměnou za shodu. Rovněž tak lze akceptovat určitý rozdíl délek vstupních sekvencí. Lo-
gicky nelze první dva parametry volit z kladných hodnot, nýbrž z intervalu (r, 0 >, kde r je
záporné číslo. Ponecháme-li tyto parametry neměnné (konstantní), dovolí nám to zaměřit
se pouze na velikost odměny za shodu.
Pro lokální zarovnávací mechanismus (Smith-Waterman) platí, že čím větší bude od-
měna za shodu, tím roste možnost posunutí lokálního maxima dále od počátku zarovnáva-
ných sekvencí a návratovou hodnotou by tak byly delší zarovnané sekvence.
Tento test navazuje na předchozí a klade si za cíl najít hodnotu za shodu, při které
budou vstupní sekvence správně zarovnány. Nastavení systému ponecháme stejné, tedy
použijeme metodu suffix array, algoritmus Needleman-Wunsch, pokrytí bude 10%, délka
toků bude ořezána na 100B (první chybné zarovnání v předešlém testu, tabulka 7.5) a
budeme sledovat pouze výsledný tvar RV pro příchozí komunikaci.
Velikost odměny byla nastavována od 1 s krokem 2. Pro hodnoty 1 až 9 nevytvořil
systém žádný RV, od 11 do 17 byl výsledný regulární výraz .∗\x00.∗\x00, pro hod-
noty 19 a 21 bylo získáno .∗\x00.∗\x00.∗\x00 a až pro hodnotu 23 byl získán RV tvaru
∧(\xe3|\xc5).{1}\x00\x00\x00.
Pomocí ladících výstupů bylo identifikováno místo, kde došlo k selhání zarovnávacího
algoritmu. Stalo se to při zarovnávání následující dvojice sekvencí
∧(\xe3|\xc5)∼\x00\x00\x00-\x00\x00 \x00-----------------\x03\x01\x00--
\x00\x00\x00∼\x01\x00------------------
∧(\xe3|\xc5)∼\x00\x00\x00-.$
a jejich společná zarovnaná sekvence byla tvaru
-----------------\x00\x00--\x00----
Je tedy vidět, že čím je větší délkový rozdíl zarovnávaných sekvencí, tím také musí být
větší odměna za shodu. Z toho vyplývá, že algoritmus Needleman-Wunsh se hodí pro zarov-
návání přibližně stejně dlouhých sekvencí. V opačném případě je nutné implicitně nastavit
parametr odměny na vyšší hodnotu.
7.6 Parametr pokrytí
Nastavování parametru pokrytí z možného rozsahu 0-100% ovlivňuje jak dobu výpočtu, tak
také tvar výsledného regulárního výrazu.
Celkem byly provedeny testy na třech skupinách dat. První obsahovala komunikaci Bit-
Torrent protokolu (TCP) se 400 síťovými toky, druhá skupina obsahovala opět BitTorrent
protokol, tentokráte na UDP na transportní vrstvě, se 400 toky a poslední skupina obsa-
hovala protokol eDonkey (TCP), rovněž se 400 síťovými toky. Byl nastaven suffix array a
Needleman-Wunsch a délka dat byla stanovena na 256 bytů.
Výsledky naměřených hodnot a vytvořených regulárních výrazů z obou směrů komuni-
kace jsou uvedeny v tabulkách 7.8, 7.7 a 7.9. Celkové srovnání časové náročnosti je vidět
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Obrázek 7.7: Doba výpočtu v závislosti na parametru pokrytí.
v grafu 7.7. Druhá a třetí tabulka obsahuje pouze záznamy pro parametr pokrytí s hodnotou
0 a 10%. Pro vyšší pokrytí byly tvary výsledných regulárních výrazů již neměnné.
Pokrytí [%] Čas [s] Regulární výraz
0 80
∧\x13BitTorrent protocol.∗\x00\x00\x00.∗0
∧\x13BitTorrent protocol(\x00|\x80)\x00\x00\x00\x00
10 76
∧\x13BitTorrent protocol.∗\x00\x00\x00.∗0
∧\x13BitTorrent protocol(\x00|\x80)\x00\x00\x00\x00
20 75
∧\x13BitTorrent protocol.∗\x00\x00\x00
∧\x13BitTorrent protocol(\x00|\x80)\x00\x00\x00\x00
30 75
∧\x13BitTorrent protocol.∗\x00\x00\x00
∧\x13BitTorrent protocol(\x00|\x80)\x00\x00\x00\x00
40 75
∧\x13BitTorrent protocol.∗\x00\x00\x00
∧\x13BitTorrent protocol(\x00|\x80)\x00\x00\x00\x00
50 74
∧\x13BitTorrent protocol
∧\x13BitTorrent protocol(\x00|\x80)\x00\x00\x00\x00
60 74
∧\x13BitTorrent protocol
∧\x13BitTorrent protocol(\x00|\x80)\x00\x00\x00\x00
70 73
∧\x13BitTorrent protocol
∧\x13BitTorrent protocol(\x00|\x80)\x00\x00\x00\x00
Tabulka 7.7: Vliv parametru pokrytí na čas výpočtu a tvar RV (BitTorrent TCP).
Největší vliv na čas výpočtu a výsledný tvar regulárního výrazu měl přechod z 0% po-
krytí na 10%. Je vidět, že pokud společné podřetězce, získaných ze síťových toků, nebyly
profiltrovány tak, aby splňovaly minimální počet výskytů, selhalo zarovnání jak pro Bit-
Torrent (UDP), tak eDonkey (TCP).
Více viditelných změn v samotné podobě RV lze pozorovat při použití globálního za-
rovnávacího algoritmu Needleman-Wunsch.
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Pokrytí [%] Čas [s] Regulární výraz
0 196
d1:(a|r)d2:id20:
10 168
d1:(a|r)d2:id20:
∧(!|A|d)(1|\x02).∗d2:id20:
Tabulka 7.8: Vliv parametru pokrytí na čas výpočtu a tvar RV (BitTorrent UDP).
Pokrytí [%] Čas [s] Regulární výraz
0 527
∧\xe3.{1}\x00\x00\x00.∗\x00\x00\x00
\x00\x00.∗\x00
10 427
∧\xe3.{1}\x00\x00\x00
∧(\xe3|\xc5).{1}\x00\x00\x00
Tabulka 7.9: Vliv parametru pokrytí na čas výpočtu a tvar RV (eDonkey TCP).
7.7 Shlukování vstupních dat
Tento test má za cíl demonstrovat vytváření shluků dat ze vstupní síťové komunikace. Lze
tak dosáhnout cíleného vývoje regulárních výrazů pro množiny podobných dat a rovněž se
lze vyvarovat situaci, kdy finální zarovnání sekvencí vrátí prázdný řetězec.
Při aktivním shlukování nejsou na uživatele systému kladeny přísné nároky na unikát-
nost komunikačního protokolu ve vstupních datech. Může se však ale stát že i vytvořené
shluky budou obsahovat síťové toky neidentických protokolů nebo naopak komunikace po-
mocí jednoho protokolu bude rozdělena na více částí. Vždy je lepší, pokud to je možné,
vyfiltrovat známé protokoly podle čísla portu a až na zbylá data použít clustering.
Systém obdržel na svém vstupu záznam síťové komunikace, který obsahoval provoz
BitTorrent klientů. V souboru bylo celkem 1082 síťových toků.
Vytvořených shluků pro odchozí komunikaci bylo 6, které dohromady pokrývaly 1077
toků a tedy 5 síťových toků bylo odstraněno, neboť jejich podobnost vůči ostatním byla
velice nízká. Pro ukázku jsou zde uvedeni zástupci jednotlivých shluků v podobě jejich
prefixu a celkový počet dat ve shluku.
Shluk Počet dat Zástupce shluku (data jsou ořezaná)
1 827 d1:ad2:id20:\x1dV∼\xf2\x89\xd7n \xecL\xd51l\xff\xe8
2 19 GET /announce?info hash=%a5%b8w%a2%d0%f9%85r%11G
3 208 \x13BitTorrent protocol\x80\x00\x00\x00\x00\x13\x00
4 14 A\x02\x80\x11r\xf5!\xf3\x00\x00\x00\x00\x008\x00\x00
5 4 GET /00000000000000000000000000000000/announce?info h
6 5 M-SEARCH ∗ HTTP/1.1\r\nHOST: 239.255.255.250:1900\r\n
Tabulka 7.10: Vytvořené shluky z odchozí komunikace.
Zástupce shluku č.1 patří BitTorrent UDP komunikaci, č.2 BitTorrent TCP (tracker),
č.3 je BitTorrent TCP, č.4 je opět BitTorrent UDP, č.5 je BitTorrent TCP (tracker) a
poslední shluk č.6 je skupina požadavků SSDP1 protokolu.
Z těchto skupin, kde každá z nich byla omezena na maximálně 200 toků, byly vytvořeny
1SSDP - (Simple Service Discovery Protocol) - protokol pro vyhledávání síťových služeb
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následující regulární výrazy:
Shluk Regulární výraz
1 ∧d1:ad2:id20:.∗e1:q(4|9):.∗1:t.∗1:y1:qe
2
∧GET /announce\?info hash=.∗&peer id=-.∗&port=.∗1&uploaded=
.∗&downloaded=.∗&left=.∗&corrupt=0&.∗ant=0&.∗&
3 ∧\x13BitTorrent protocol.∗\x00\x00\x00\x00
4
∧A\x02.∗\x00\x00\x00\x00\x008\x00\x00.∗\x00\x00\x00\x08\x00\x00
\x00\x00\x00\x00\x00\x00
5
∧GET /00000000000000000000000000000000/announce\?info hash=
.∗&peer id=-DE2210-hm39 24S0T6)&port=52321&uploaded=. . .(ořezáno)
6 ∧(B|M).∗SEARCH ∗ HTTP/1.1\r\n
Tabulka 7.11: Regulární výrazy vytvořené ze shluků odchozí komunikace.
Z příchozí komunikace, která obsahovala 673 síťových toků, byly vytvořeny 4 shluky,
jež pokrývaly 669 toků. Byly tedy odstraněny 4 toky. Zástupce dat jednotlivých shluků a
jejich celkovou mohutnost lze opět vidět v následující tabulce.
Počet dat Zástupce shluku (data jsou ořezaná)
458 d1:rd2:id20:\x1dVHA \xc2+|\xc2\xcax"/\xec9$‘H9\x8f2:ip4:O\nA
17 !\x02\xb2|\xe8\x11\x9a\x1a\x00\x00\x00\x00\x008\x00\x00\x86
22 HTTP/1.0 200 OK\r\nContent-Length: 59\r\nContent-Type:
172 \x13BitTorrent protocol\x00\x00\x00\x00\x00\x10\x00
Tabulka 7.12: Vytvořené shluky z příchozí komunikace.
Systém vytvořil pro výše definované shluky následující regulární výrazy:
Shluk Regulární výraz
1 ∧d1:rd2:id20:
2
∧!\x02.∗\x00\x00\x00\x00\x008\x00\x00.∗\x00\x08\x00\x00\x00\x00
\x00\x00\x00\x00
3
∧HTTP/1.(0|1) 200 OK\r\n.∗\r\nContent-.∗e.{2}t.∗\r\n\r\nd8:completei
.∗e10:incompletei.∗e8:intervali1.∗e
4 ∧\x13BitTorrent protocol(\x00|\x80)\x00\x00\x00\x00
Tabulka 7.13: Regulární výrazy vytvořené ze shluků příchozí komunikace.
7.8 Vliv rozmanitosti trénovacích dat
Následující test je založen na pozorování změny výsledného vytvořeného regulárního výrazu
z množiny vstupních trénovacích dat.
Nejvýznamnějším faktorem, který se podílí na kvalitě RV, není kvantita vstupních dat,
nýbrž jejich široká rozmanitost, tedy různorodý tvar dat, popisující jeden a ten sám komu-
nikační protokol.
V testu jsou ukázány regulární výrazy získané z odchozí komunikace různých klientů,
implementujících protokol BitTorrent a eDonkey. Odchozí komunikace je specifická pro ka-
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ždého z nich. Příchozí komunikace není uvedena, neboť ta je již obecná (může přicházet od
libovolného klienta v síti).
Klient Regulární výraz
KTorrent ∧\x13BitTorrent protocol\x00\x00\x00\x00\x00\x10\x00\x04.∗-KT4130-
qBittorrent ∧\x13BitTorrent protocol\x00\x00\x00\x00\x00\x18\x00\x05.∗-qB2970-lFs3TOt-0A97
BitLord ∧\x13BitTorrent protocol\x00\x00\x00\x00\x00\x18\x00\x05.∗-DE2210-f3ihPc7(4)xv
FrostWire ∧\x13BitTorrent protocol\x00\x00\x00\x00\x00\x13\x00\x04.∗-AZ4504-
KTorrent
∧\x13BitTorrent protocol.∗\x00\x00\x00qBittorrent
BitComet
KTorrent
∧\x13BitTorrent protocol.∗\x00\x00\x00
qBittorrent
BitComet
BitLord
FrostWire
Tabulka 7.14: Příklady regulárních výrazů pro BitTorrent klienty.
Klient Regulární výraz
aMule
∧\xe3(a|l|\\)\x00\x00\x00\x01\x10\xbb@\xfe\xcf\xa5\x0e\x9a\x00\xd8L\x05a\xb0koG\x92
\x83\xb0\x006\x12\x07\x00\x00\x00\x02\x01\x00\x01.∗\x03\x01\x00\x11<\x00\x00\x00
\x03\x01\x00\xf9@\x12\x00\x00\x03\x01\x00\xfb\x80\x0c\x04\x03\x03\x01\x00\xfa\x162
\x134\x03\x01\x00\xfe8\x0c\x00\x00\x03\x01\x00\xef\x01\x00\x00\x00X\xbf\xddy\xc7\x1b
aMule ∧\xe3(a|h|l|\\)\x00\x00\x00\x01\x10.∗\x00\x00\x00\x02\x01\x00\x01.∗\x03\x01\x00\x11<
eMule \x00\x00\x00\x03\x01\x00\xf9.∗\x03\x01\x00.∗\xfa.∗\x134\x03\x01\x00\xfe.∗\x00\x00
aMule ∧\xe3.{1}\x00\x00\x00\x01.∗\x00\x00\x00.∗\x02\x01\x00\x01.∗\x03\x01\x00\x11(=|<)\x00
eMule \x00\x00\x03\x01\x00.∗\x03\x01\x00
Crux P2P
Tabulka 7.15: Příklady regulárních výrazů pro eDonkey klienty.
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Kapitola 8
Srovnání kvality s L7-filterem
V této kapitole se budeme věnovat porovnání vytvořených regulárních výrazů pomocí vy-
vinutého systému a regulárních výrazů, které jsou součástí L7-filteru. Rozebereme jejich
jednotlivé části a podíváme se na kvalitu klasifikace síťového provozu pomocí těchto RV.
Všechny zpracované síťové toky jsou rozděleny do čtyř množin, jimiž lze popsat správ-
nost klasifikace. Jsou jimi:
• False Positive (FP) - systém chybně klasifikoval, že síťový tok patří danému protokolu
• False Negative (FN) - systém chybně klasifikoval, že síťový tok nepatří danému protokolu
• True Positive (TP) - správná klasifikace případu, kdy síťový tok patří danému protokolu
• True Negative (TN) - správná klasifikace případu, kdy síťový tok nepatří danému protokolu
Z uvedených množin lze získat následující informace:
Pozitivní predikce [%] =
TP
TP + FP
· 100
Negativní predikce [%] =
TN
TN + FN
· 100
Citlivost [%] =
TP
TP + FN
· 100
Specifičnost [%] =
TN
TN + FP
· 100
Náhodná přesnost [%] =
TP + FN
TP + FN + TN + FP
· 100
Zisk =
pozitivniPredikce
nahodnaPresnost
Tabulka 8.1: Vztahy pro výpočet statistických informací.
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8.1 BitTorrent
L7-filter
L7-filter obsahuje v souboru bittorrent.pat pro BitTorrent protokol dva regulární výrazy.
Jeden, který je označen jako rychlý, ale s malou úspěšností rozpoznání. V souboru je však
zakomentován. Jeho tvar je
∧(\x13bittorrent protocol|azver\x01$ |get /scrape\?info hash=)
Druhý regulární výraz, označený za nevalidní GNU RV, obsahuje vše jak zakomento-
vaná varianta a navíc obsahuje rozšířený popis protokolu. Používaný tvar RV tedy vypadá
následovně
∧(\x13bittorrent protocol|azver\x01$ |
get /scrape\?info hash=get /announce\?info hash=|
get /client/bitcomet/|GET /data\?fid=)|d1:ad2:id20:|\x08’7P\)[RP]
Délka regulárního výrazu je 151 znaků textově, skutečná velikost je 138B. Skládá se
celkem z 7 nezávislých částí, i když by jich mělo být ve skutečnosti 8:
• \x13bittorrent protocol
• azver\x01$
• get /scrape\?info hash=get /announce\?info hash=
• get /client/bitcomet/
• GET /data\?fid=)
• d1:ad2:id20:
• \x08’7P\[RP]
Zmínil jsem, že by jednotlivých subregulárních výrazů mělo být 8. K tomuto zjištění
jsem došel během srovnávání klasifikace síťových toků pomocí naimplementovaného ná-
stroje (5.7), který využíval RV z L7-filteru a vytvořený RV. Jak bylo řečeno, výstupem
nástroje je mimo jiné soubor s identifikovanými toky. Porovnání výstupů pro oba RV po-
mocí nástroje diff ukázalo, že regulární výraz L7-filteru nerozpoznal komunikaci klienta
s trackerem. Při zpětném zkoumání jsem zjistil, že tvůrce zapomněl na jeden podstatný
znak, a to na ”|”. Část RV
get /scrape\?info hash=get /announce\?info hash=
by měla být ve skutečnosti rozdělena (či doplněna) takto:
get /scrape\?info hash=|get /announce\?info hash=
Při hledání L7-filteru na internetu jsou prvně nabídnuty zastaralé stránky sourceforge.net.
Uživatel je ovšem upozorněn, že vývoj je přesunut na stránky clearfoundation.com. Poslední
verze ke stažení (se zmíněným nedostatkem) je z roku 2009. Při dalším hledání lze najít, že
chyba byla nahlášena a opravena, ale v balíku ke stažení je stále nekorektní tvar.
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Vytvořené RV
Pomocí vytvořeného systému byly získány tyto regulární výrazy
TCP spojení (400 toků)
Odchozí komunikace: ∧\x13BitTorrent protocol.∗\x00\x00\x00
Příchozí komunikace: ∧\x13BitTorrent protocol(\x00|\x80)\x00\x00\x00\x00
TCP spojení - tracker (80 toků)
Odchozí komunikace: ∧GET /.∗\?info hash=
Příchozí komunikace: ∧HTTP/1.(0|1) 200 OK\r\n.∗\r\nContent-
UDP spojení (500 toků)
Odchozí komunikace: d1:(a|r)d2:id20:
Příchozí komunikace: ∧(!|A|d)(1|\x02)..∗d2:id20:
V první kategorii, tedy pro TCP spojení, pokrývá regulární výraz pro odchozí komu-
nikaci veškeré řetězce jako RV pro příchozí komunikaci, je však více obecný a ve výsledku
pokrývá větší množinu dat.
RV pro komunikaci tracker-klient není unikátní pouze pro BitTorrent protokol a tudíž
by neměl být použit. Komunikace ve směru klient-tracker nemá pevný tvar a jednotlivé
informace o stahování souborů jsou libovolně zaměnitelné. I přesto, že tyto síťové toky
obsahují mnoho stejných sekvencí, podařilo se při zarovnávání získat pouze uvedenou část.
Při nastaveném shlukování byly pro UDP komunikaci mimo jiné vytvořeny tyto RV:
Odchozí komunikace: ∧A\x00.∗\x00\x00\x00\x00\x00
Příchozí komunikace 1:
∧!\x02.∗\x7f\xff\xff\xff\x00.∗
\x00\x08\x00\x00\x00\x00\x00\x00\x00\x00
Příchozí komunikace 2: ∧!\x02.∗\x00\x00\x00\x00\x00(\x00|8|\x04)\x00\x00
Výsledný tvar RV pro popis BitTorrent protokolu použitý při testech má tvar:
∧\x13BitTorrent protocol.∗\x00\x00\x00|∧GET /.∗\?info hash=|
d1:(r|a)d2:id20:|∧A\x00.∗\x00\x00\x00\x00\x00|∧!\x02.∗\x7f\xff
\xff\xff\x00.∗\x00\x08\x00\x00\x00\x00\x00\x00\x00\x00|∧!\x02
.∗\x00\x00\x00\x00\x00(\x00|8|\x04)\x00\x00
Délka vytvořeného regulárního výrazu je 226 znaků textově, skutečná délka je 117 bytů.
Srovnání
Regulární výraz L7-filteru byl ponechán v původním tvaru, tak jak byl uložen v ba-
líku ke stažení, čili objevená chyba ve formě chybějícího znaku ”|”nebyla opravena. Vy-
tvořený systém pro tvorbu RV a následnou klasifikaci byl původně ”case sensitive”. L7 vzor
ovšem obsahuje řetězec bittorrent, ačkoliv skutečný tvar je BitTorrent. Proto byl systém
pro klasifikaci upraven tak, aby ignoroval rozlišení malých a velkých písmen.
Pro testování byly použity záznamy síťových komunikací nejen BitTorrent protokolu, ný-
brž i dalších protokolů jako jsou například eDonkey, SSDP, DHCPv6, DNS, MDNS, HTTP,
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aby bylo možné sledovat, zda nedochází k chybné klasifikaci. Testovací množina obsahovala
celkem 26159 síťových toků. Výsledky pro oba RV jsou vidět v následující tabulce.
RV FP TP FN TN
Vytvořený 0 11663 85 14411
L7-filter 0 11583 165 14411
Neprojevila se tu žádná False Positive klasifikace a oba RV tak rozpoznaly pouze Bit-
Torrent komunikaci. Ani jeden však nedokázaly klasifikovat veškerý BitTorrent provoz. RV
L7-filteru v několika případech nerozpoznal díky své chybě komunikaci s trackerem. Hlav-
ním rozdílem byla úspěšnost klasifikace UDP BitTorrent provozu, kde vytvořený regulární
výraz dokázal rozpoznat více síťových toků.
RV
Pozitivní Negativní
Citlivost Specifičnost
Náhodná
Zisk
predikce predikce přesnost
Vytvořený 100% 99,41% 99,28% 100% 44,91% 2,23%
L7-filter 100% 98,87% 98,60% 100% 44,91% 2,23%
8.2 eDonkey
L7-filter
V souboru edonkey.pat jsou opět pro eDonkey protokol uvedeny dva regulární výrazy. Jeden
je jako u předešlého protokolu zakomentovaný. Komentář říká, že nalezne shodu s veškerou
komunikací, ale zároveň chybně klasifikuje i ostatní provoz jako eDonkey.
∧(\xe3|\xc5|\xd4)
Používaným regulárním výrazem je:
∧[\xc5\xd4\xe3-\xe5].?.?.?.?([\x01\x02\x05\x14\x15\x16\x18\x19\x1a
\x1b\x1c\x20\x21\x32\x33\x34\x35\x36\x38\x40\x41\x42\x43\x46\x47\x48
\x49\x4a\x4b\x4c\x4d\x4e\x4f\x50\x51\x52\x53\x54\x55\x56\x57\x58[\x60
\x81\x82\x90\x91\x93\x96\x97\x98\x99\x9a\x9b\x9c\x9e\xa0\xa1\xa2\xa3
\xa4]|\x59................?[ -∼]|\x96....$)
Délka RV je 314 znaků v textové podobě, skutečná dálka je 113B.
Vytvořené RV
Pro tvorbu RV byl použit záznam síťové komunikace eDonkey klientů aMule (Linux), eMule
(Windows) a Crux P2P (Windows). Výsledky jsou tyto:
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TCP spojení (400 toků)
Odchozí komunikace: ∧\xe3.{1}\x00\x00\x00
Příchozí komunikace: ∧(\xe3|\xc5).{1}\x00\x00\x00
UDP spojení (64 toků)
Odchozí komunikace: ∧\xe3(\x90|\x96).∗\xaaU\xe3\xa2\xff\xf0
Příchozí komunikace:
∧\xe3\x97.∗\xaaU.∗\x00.∗\x00.∗\xfb\x17\x00\x00.∗\x00
\xe3\xa3\xff\xf0.∗\x03\x00\x00\x00(\x82|\x02)\x01.∗
\x02\x01\x00\x0b.∗\x03\x01\x00\x91\x0f\x00\x11\x00
UDP spojení - RV z počátečních bytů
Odchozí komunikace: ∧\xe3(\x90|\x96)..(\x00|\xaa)
Příchozí komunikace: ∧\xe3(\x99∗\x97)....∗..(\x89|\x00|\xd3|\xf7)..$
Zastoupení UDP síťových toků bylo vzhledem k TCP značně omezené a při jejich zpra-
cování byly dokonce některé odfiltrovány. Navíc UDP pakety generoval pouze jeden klient
- aMule pro Linux, a tudíž vytvořené regulární výrazy jsou specifické pro jeho provoz.
Jsou zde také uvedeny RV pro UDP komunikaci, získané sloučením počátečních a konco-
vých bytů, nalezených funkcí findSingleByteTokens() (5.3). Tyto RV jsou vytvořeny ze všech
vstupních síťových toků.
Výsledný tvar RV, který byl použit pro testování:
∧(\xe3|\xc5).{1}\x00\x00\x00|∧\xe3(\x90|\x96)..(\x00|\xaa)|
∧\xe3(\x99∗\x97)....∗..(\x89|\x00|\xd3|\xf7)..$
Srovnání
Pro testování obou regulárních výrazů byla opět použita stejná množina síťových dat, jaká
již byla použita u BitTorrent protokolu. Tedy bylo klasifikováno celkem 26159 síťových
toků. Výsledky jsou uvedeny v následující tabulce.
RV FP TP FN TN
Vytvořený 0 1546 113 24500
L7-filter 54 1547 112 24446
RV
Pozitivní Negativní
Citlivost Specifičnost
Náhodná
Zisk
predikce predikce přesnost
Vytvořený 100% 99,54% 93,19% 100% 6,34% 15,77%
L7-filter 96,63% 99,54% 93,25% 99,78% 6,34% 15,24%
Regulární výraz L7-filteru identifikoval správně 1546 síťových toků a systémem vy-
tvořený RV identifikoval totožné toky, ale o jeden méně. Množinu False Negative tvoří
převážně data šifrované komunikace.
Během testování se ukázalo , že RV L7-filteru často klasifikuje i DNS spojení jako eDon-
key, respektive všech 54 False Positive zapříčinila DNS komunikace. Například payload:
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\xe5e\x01\x00\x00\x01\x00\x00\x00\x00\x00\x00\x04news\x06google\x02cz
\x00\x00\x01\x00\x01
Ač se to během testu neprojevilo, je možné, že i část systémem vytvořeného RV
(∧\xe3(\x90|\x96)..(\x00|\xaa)) může klasifikovat DNS dotazy jako eDonkey (viz tvar
vytvořeného RV pro DNS - 8.4).
8.3 Skype
I přesto, že Skype používá šifrování při komunikaci, byl vytvořený systém také otestován,
zda nenajde nějaký vzor v těchto datech, neboť L7-filter obsahuje velice pochybný regulární
výraz pro detekci hlasového hovoru na UDP transportním protokolu, a to
∧..\x02.............
Byly testovány dva záznamy komunikace. První obsahoval přenos hlasových hovorů
mezi Skype klienty (TCP, 207MB) a druhý hlasových hovorů SkypeOut (UDP, 207MB),
tedy volání ze sítě Skype ven (volání na pevnou linku).
Systém nevytvořil z dodaných dat žádné regulární výrazy. Při nastaveném parametru
pokrytí na 0% byly mezi síťovými toky nalezeny společné podřetězce délky pouhé 2 byty a
tyto byly společné jen pro velice málo toků, přičemž vždy začínaly na jiném offsetu.
8.4 Ukázka RV jiných protokolů
DNS
Regulární výraz obsažený v L7-filteru:
•
∧.?.?.?.?[\x01\x02].?.?.?.?.?.?[\x01-?][a-z0-9][\x01-?a-z]∗[\x02-\x06]
[a-z][a-z][fglmoprstuvz]?[aeop]?(um)?[\x01-\x10\x1c][\x01\x03\x04\xFF]
Vytvořený regulární výraz z 500 síťových toků:
• Odchozí komunikace
∧..{1}\x01\x00\x00\x01\x00\x00\x00\x00\x00\x00
• Příchozí komunikace
∧..{1}(\x81|\x85).{1}\x00.∗\x01\x00
FTP
Regulární výraz obsažený v L7-filteru:
• ∧220[\x09-\x0d -∼]∗ftp
Vytvořený regulární výraz z pouze 106 síťových toků:
• Odchozí komunikace
∧USER .∗\r\nPASS
• Příchozí komunikace
∧220 .∗ FTP .∗.\r\n331
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Kapitola 9
Možnosti dalšího vývoje
Tato kapitola obsahuje zamyšlení se nad možným následujícím rozšířením či vylepšením
systému.
Podívejme se na možnosti dalšího vývoje ze dvou hledisek. Jednak z globálního, tedy ta-
kového, kdy se zaměřujeme na systém pro detekci dynamických síťových aplikací jako celek
a z druhého hlediska, kdy se budeme věnovat pouze automatizovanému vývoji regulárních
výrazů.
Náplní této práce byla detekce síťových aplikací z obsahu paketů pomocí regulárních
výrazů. Pro zkvalitnění detekce by bylo možné využitou metodu zkombinovat s jiným přístu-
pem, který by nepohlížel na obsah aplikační vrstvy paketů, ale využíval by statistických
informací o síťových tocích. Výsledky klasifikace jednotlivých přístupů by se s určitou vá-
hou podílely na konečném rozhodnutí, který tok patří ke komunikaci kterého protokolu.
Nastavení váhy odpovědnosti za klasifikaci lze chápat jako upřednostnění určité metody
nebo jako reakci na různou míru správnosti klasifikace. Spojením více metod klasifikace by
se tak doplnily nedostatky samostatných přístupů.
Pokud se podíváme na rozšíření nástroje pro tvorbu regulárních výrazů, tak by bylo
možné doplnit stávající metodu shlukování síťových toků podle jejich obsahu také o možnost
vytvářet shluky dat statisticky, například popsanou metodou K-Means (3.1.1). V tomto
případě by nebyla metoda využita pro klasifikaci, ale pouze pro popis shluků, nad kterými
by se RV vytvářely.
Rovněž by bylo možné se zaměřit na způsob vytváření vektorů tokenů (popisujících
síťové toky) tak, aby ve fázi zarovnávání nedocházelo k razantnímu úbytku informace. Nový
způsob by měl reflektovat možnost výskytu stejné množiny rozdílných tokenů ve vektorech
v jiném pořadí napříč síťovými toky. RV získaný po konečném zarovnání by tak mohl
být specifičtější (delší), což by mohlo přinést větší schopnost odolnosti vůči False Positive
klasifikaci.
Další možností vylepšení je hardwarová akcelerace výpočtu či paralelizace systému.
Námětem na další práci by také mohlo být testování systému na větší množině dat a
vytváření regulárních výrazů pro další protokoly.
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Kapitola 10
Závěr
V této práci byly popsány některé protokoly dynamických síťových aplikací vycházejících
z architektury P2P a možnosti jejich detekce. Statistické metody umožňují provádění de-
tekce i nad šifrovanou komunikací, neboť nejsou závislé na obsahu paketů aplikační vrstvy.
V takovém případě je ale verdikt o zjištěném provozu formulován jako ”pravděpodobně”či
”zřejmě”se jedná o stanovený komunikační protokol. Je ovšem nutné podotknout, že sta-
tistické metody mohou být účinné na šifrované komunikaci, provádí-li se pouze samotné
šifrování dat aplikační vrstvy paketů. Z informací získaných během trvání síťového toku je
pak možné stanovit, že se jedná například o VoIP komunikaci, ač neznáme otevřený tvar pře-
nášených dat. V momentě, kdy se šifrovaný protokol zaměří i na úpravu postranních kanálů
jako jsou například délka paketů (vkládání výplně náhodné délky), počet paketů (posílání
dummy paketů), doba příchodů mezi pakety (nastavení náhodného zpoždění odpovědi) a
další, tak statistické metody nebudou schopné klasifikovat provoz tohoto protokolu.
Na druhou stranu metody, jejichž pozornost je zaměřena právě na obsah paketů, jsou
při využití šifrování neúčinné. V [6] je však ukázáno, že i v takové komunikaci lze nalézt
vzor, konkrétně v UDP signalizačních zprávách Skypu.
Byl proveden návrh detekčního systému, založeného na klasifikaci síťového provozu po-
mocí regulárních výrazů, jehož stěžejní částí je automatizovaná tvorba regulárních výrazů
pro konkrétní typ provozu. Cíleně tak lze vyvinout RV, který bude typický pro individu-
ální síť a v ní používané dynamické aplikace. Odpadá přitom nutnost znalosti protokolu,
který může být nedostatečně dokumentovaný nebo dokonce jeho popis není vůbec zveřej-
něn, čímž může vznikat řada odlišností v jednotlivých implementacích. Dalším případem
je změna protokolu a tím pádem nutnost pro něj vytvořit nový regulární výraz, přičemž
manuální tvorba může být značně náročná a rovněž náchylná na chyby.
Automatizovaně vytvořený regulární výraz je možné následně začlenit do řady nástrojů,
provádějící klasifikaci právě za pomoci RV.
Navržený systém tvorby regulárních výrazů byl naimplementován a rovněž byl vytvořen
program pro klasifikaci síťového provozu ze záznamu komunikace. Pomocí vytvořeného sys-
tému byl hledán popis BitTorrent, eDonkey a Skype protokolu. Kromě těchto byl pro de-
monstraci také předložen protokol DNS a FTP.
Kvalita vytvořených regulárních výrazů byla srovnána s odpovídajícími vzory, které na-
bízí L7-filter. Pro protokol BitTorrent se ukazuje, že automatizovaně vytvořený RV dosahuje
lepších výsledků, zejména při klasifikaci UDP komunikace. Zároveň byla během testování
objevena chyba ve vzoru L7-filteru, která byla sice nahlášena a opravena, ale v mnoha
případech je tento vzor nasazován v původní podobě. Pro eDonkey protokol byl vytvořen
RV, který pro testovaná data dosahoval téměř stejné klasifikační schopnosti (rozdíl jednoho
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toku) jako L7-filter, tedy takové, kdy byly správně klasifikované síťové toky za patřící eDon-
key protokolu. Na druhou stranu regulární výraz L7-filteru označoval často i komunikaci
DNS protokolu za eDonkey. Co se Skype protokolu týče, nepodařilo se pomocí implemen-
tovaného systému nalézt žádný RV.
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Příloha A
Obsah CD
• Písemná zpráva ve formátu PDF
• Zdrojový tvar písemné zprávy
• Script pro Gnuplot
• Zdrojové kódy
• Datová sada záznamů síťových komunikací
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