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Editorial – Science of Computer Programming – 25 years
Twenty-five years have passed since Science of Computer Programming (SCP) began publication. Its original scope
stated:
“No aspects or area of programming are a priori excluded.”
Looking at the journal’s title, I wonder why it was called “Science of Computer Programming” — why not
“Science of Programming”, or “Science of Program Construction”, or even “Science of Software Engineering”.
The difference between programming (“development in the small”) and software engineering (“development in the
large”) seems noteworthy to me. Programming deals with algorithms and data structures, including their specification,
transformation, efficient implementation, verification, and analysis. Software engineering includes all programming
issues but addresses many more aspects, including requirements, architecture, performance, quality assurance, and
maintenance. For large software systems, issues of economy and management are often even more decisive than
technical questions.
Over the past 35 years, our discipline has evolved from computer programming to include all the topics relevant
to engineering complex software-intensive systems. Accordingly, new issues had to be considered. One example is
networks and networking: today, nearly every program is connected to other programs or devices via a network in
which heterogeneous subsystems have to work together. As a result, interoperability is most important. This was
not the case in 1982. Today, many physical or technical devices include embedded software, yet the first embedded
software in an automobile was only deployed in the mid-1970s—shortly before this journal was founded. Moreover,
software size is growing exponentially; today we find 10 million lines of code in automobiles and other technical
devices. The size of software is an issue on its own. Today we have to face software systems of sizes exceeding 100
million lines of code. The world has changed, our discipline has changed, and the size of software has scaled up.
How has SCP developed in the same time? In the beginning, the journal’s topics were closely related to
programming, concentrating often on so-called formal methods. This is certainly an important area, and it has seen
a lot of progress over the years. However, facing the rapid growth of software and its complexity, “formal methods”
proved to be too narrow for the scope of the journal. It is not only that the term “formal methods” is misleading (it is
not so important whether a method is formal or not), but it is also important whether it is effective, whether it helps,
and – perhaps most importantly – whether it scales up. Even more significantly, engineering large software systems
today requires a variety of methods from various disciplines, and these engineering methods need scientific concepts
and foundations, like the ones that are published in SCP. Broadening our scope from “formal methods” into the area
of model-based development opened up major areas of basic yet practically relevant research.
Perhaps even today the journal is still more on the formal side, which is fine, but it is important not to confuse
science with formalism. There are many scientific ways to study computer programs. Besides formal calculi, we can
use experiments, statistics, analysis of existing programs, and much more.
In recent years, SCP has slightly changed its emphasis and widened its scope. We see more work on software
architecture and topics that are more directly related to engineering. This is where I hope SCP is heading while still
maintaining its strength in scientific foundations of programming and still working on formalisms and formal concepts
including specification and verification but opening up more and more towards engineering questions addressing
architecture, structuring requirements, managing integration of large software systems, performance, and general
issues of quality and tool support.
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However, paying more attention to pragmatic engineering issues, we should continue to do research on
programming in the small, on programming concepts, and on programming languages. The state of practice in
programming languages is far from being ideal. It seems as though the major lessons of structured programming
are being forgotten: widely used languages like Java show some terrible syntactic constructs that are opaque, ad hoc,
and error prone. Sometimes it is depressing to see how programming is not taught as a discipline of problem solving
but as a subject of learning programming language syntax and obscure language constructs. There is still so much
more to be done to improve programming languages, taking into account today’s specific issues, such as interaction,
communication, distribution, real time, and architecture. Why do we need architecture-modelling languages at all, and
why do we not have built-in language constructs in programming languages to express architectural structuring. Where
is the continuous striving for referential transparency and simplicity in programming and programming languages?
In a recent discussion, Microsoft’s Bill Gates said to me “the way software is written today is still much too
system and implementation specific”. There is still a lot do to integrate powerful and methodologically tractable
programming concepts with issues of engineering large software systems. This is why we have to bring these different
issues together and strive further for what might lead to a true science of computer programming — or even to a true
science of software and systems engineering.
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