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Abstract
Nous pre´sentons dans cet article un langage de´die´ a` la programmation des services
te´le´coms et son outillage IDM au sein d’Eclipse. La particularite´ de notre langage est
qu’il offre un certain nombre de constructions spe´cifiques au domaine des te´le´coms et qu’il
permet aussi l’utilisation de constructions classiques d’un langage ge´ne´raliste. Cette car-
acte´ristique permet de programmer a` un niveau d’abstraction e´leve´ et adapte´ au domaine,
sans eˆtre limite´ dans l’expression de comportements complexes.
1 Introduction
Ces dernie`res anne´es, la notion de langage de´die´ ou DSL (domain-specific language) [5] a connu
un inte´reˆt croissant dans le domaine du de´veloppement logiciel. Les DSLs sont des langages de
spe´cification ou de programmation qui fournissent une notation et des constructions approprie´es
pour prendre en compte la spe´cification des besoins au plus pre`s du niveau d’abstraction du
domaine traite´. Les avantages des DSLs sont d’accroitre la lisibilite´, la concision et la suˆrete´
des programmes. Ces avantages et l’existence de me´ta-outils facilitant de plus en plus leur
construction ont conduit a` l’e´mergence de DSLs dans de nombreux domaines [4].
Dans ce travail, nous nous inte´ressons a` la de´finition de DSLs pour le de´veloppement
d’applications et de services te´le´coms avance´s base´s sur le protocole SIP comme la visio-
confe´rence ou la gestion d’appels te´le´phoniques avec gestion de pre´sence et ge´olocalisation.
En ge´ne´ral, ces services sont complexes a` concevoir car ils font intervenir plusieurs entite´s dis-
tribue´es communiquant de manie`re asynchrone, concurrente et syme´trique. Pour de´velopper ces
services, deux types d’approches existent. La premie`re est d’utiliser des bibliothe`ques dans un
langage de programmation ge´ne´raliste comme par exemple [1, 6]. La seconde approche repose
sur l’utilisation de langages de´die´s comme par exemple les langages CPL [3], ECharts [8] et
StratoSIP [7]. Ces deux approches offrent des avantages diffe´rents. La premie`re approche est
ge´ne´ralement plus souple et permet le de´veloppement de tout type de services mais ne´cessite
une plus grand expertise en programmation, protocoles et syste`mes distribue´s. De leur coˆte´,
les DSLs fournissent des abstractions et des ope´rations spe´cialise´es de haut-niveau qui simpli-
fient la conception des applications. Cependant, ils manquent d’expressivite´ pour implanter des
services SIP sophistique´s.
Bien que nous ayons expe´rimente´ la premie`re approche, le travail pre´sente´ ici propose un
DSL base´ sur des concepts d’acteurs, de sessions et de roˆles pour re´pondre spe´cifiquement aux
diffe´rents proble`mes pose´s par la conception des services te´le´coms, comme la gestion de plusieurs
sessions multi-parties en paralle`le et de longue dure´e. Compare´ aux autres DSLs du domaine, la
particularite´ de notre DSL est qu’en plus de ces concepts de haut-niveau, celui-ci offre e´galement
des constructions d’un langage de programmation ge´ne´raliste, permettant ainsi d’exprimer tout
type de comportement pour les entite´s participant au service. Dans la suite, nous donnons
un aperc¸u des concepts du mode`le de programmation sous-jacent. Puis, apre`s avoir discute´
des formes d’inte´gration de ces concepts dans un langage ge´ne´raliste, nous de´crivons le DSL.
La me´thode particulie`re utilise´e pour construire ce DSL en re´utilisant les constructions d’un
langage ge´ne´raliste ainsi que les outils fournis avec le DSL sont enfin pre´sente´s.
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2 Du mode`le de programmation au langage de´die´
Concepts pour la programmation de services te´le´coms
Notre mode`le de programmation, de´crit plus en de´tail dans [9], repose sur les concepts d’acteurs,
sessions et roˆles. Un acteur repre´sente une entite´ distribue´e qui communique avec d’autres en-
tite´s. Un acteur prend part a` une ou plusieurs sessions et joue diffe´rents roˆles au sein de
ces sessions. Il doit contenir la logique d’activation des sessions et des roˆles a` la re´ception
d’un message, c’est-a`-dire les re`gles spe´cifiant quelle session et quel role sont concerne´s par la
re´ception du message. La notion de session repre´sente un e´change persistent entre plusieurs
acteurs. Elle est donc transverse aux acteurs. Dans notre mode`le, une session est vue comme
un ensemble de roˆles qui interagissent. Enfin, la notion de roˆle repre´sente le comportement
particulier d’un acteur au sein d’une session. Le roˆle est la brique de base du mode`le : il
capture une logique me´tier re´currente. Par exemple, le comportement ”Envoyer re´ponse OK
si re´ception reque^te INVITE” peut eˆtre vu comme le roˆle joue´ par un acteur re´pondant
positivement a` une demande d’e´tablissement de session d’un autre acteur. La figure 1 illustre
les principaux concepts de notre mode`le de programmation avec un exemple de trois acteurs
jouant diffe´rents roˆles selon les sessions.
Figure 1: Les concepts d’acteurs, sessions et roˆles de notre mode`le
Inte´gration des concepts du domaine dans un langage ge´ne´raliste
A` partir du mode`le de programmation de´crit pre´ce´demment, nous avons cherche´ dans un pre-
mier temps a` de´terminer la fac¸on la plus approprie´e pour construire des programmes base´s sur
ces concepts en utilisant des langages objets ge´ne´ralistes comme Java. Ceci nous a conduit a`
e´tudier les trois approches suivantes :
i) Framework de classes
Une premie`re fac¸on d’inte´grer les concepts du domaine dans les programmes est de construire
un framework de classes correspondant aux diffe´rents concepts, ces classes e´tant pre´vues pour
eˆtre spe´cialise´es dans le cadre d’une application particulie`re. Une premie`re expe´rimentation a
aboutit a` la cre´ation d’un framework avec des classes abstraites comme ActorType, SessionType,
RoleType, SessionPart, etc., dote´es de comportement pour mettre en oeuvre notre mode`le de
programmation a` l’exe´cution. L’inte´reˆt de cette approche est qu’elle ne ne´cessite pas d’extension
particulie`re du langage ge´ne´raliste et qu’elle offre une souplesse assez importante pour e´crire
le code spe´cifique lie´ a` l’application. Ses inconve´nients sont que la spe´cialisation est souvent
complexe a` faire et que les aspects du domaine sont me´lange´s avec des aspects plus techniques,
rendant la maintenance plus difficile.
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ii) Annotations
Une seconde approche possible pour embarquer de fac¸on plus explicite les concepts dans les
programmes est d’utiliser le concept d’annotation offert par certains langages comme Java ou
C♯. Une annotation permet d’ajouter des informations a` certaines constructions de fac¸on a`
spe´cialiser leur sens pour un domaine particulier. Dans nos travaux, nous avons de´fini un jeu
d’annotations Java (@actor, @session @sessionPart, @serverRole, etc.) qui relie les concepts
de notre mode`le de programmation a` certaines constructions Java. Nous avons aussi construit
un outil interpre´tant ces annotations pour produire automatiquement le code spe´cialisant le
framework pre´ce´dent. Par rapport a` l’approche pre´ce´dente, les annotations permettent de don-
ner un statut plus explicite aux concepts du domaine et d’obtenir un guide plus strict pour
structurer les programmes selon le mode`le de programmation. Concernant les inconve´nients,
cette approche contraint les possibilite´s pour exprimer et structurer les concepts du domaine et
peut conduire a` des correspondances inadapte´es aux constructions du langage.
iii) Extension du langage
Une troisie`me et dernie`re approche possible pour embarquer de fac¸on e´troite les concepts du
domaine dans un langage ge´ne´raliste est de proce´der a` son extension. Avec cette approche (dite
de DSL interne), les possibilite´s offertes de´pendent des capacite´s d’extension du langage, qui
peuvent aller d’une syntaxe e´tendue jusqu’a` l’adaptation du noyau d’exe´cution. Re´cemment,
plusieurs langages comme Ruby, Groovy, Closure ou Scala ont montre´ leur capacite´ a` embarquer
de fac¸on plus ou moins fluide les concepts d’un domaine donne´ en DSL interne. Les avantages
de cette approche sont de ne pas ne´cessiter la de´finition d’un nouveau langage complet et de
pouvoir profiter du langage ge´ne´raliste hoˆte et de ses outils de de´veloppement pour exprimer
et tester des parties complexes. En revanche, composer les concepts du domaine avec les con-
structions du langage de fac¸on cohe´rente et orthogonale peut eˆtre une taˆche difficile. Un autre
inconve´nient re´side dans la structuration des programmes qui reste celle du langage hoˆte. Dans
nos travaux, nous avons laisse´ de coˆte´ cette approche pour nous concentrer sur la construction
d’un DSL.
Pre´sentation du langage de´die´
Suite aux expe´rimentations pre´ce´dentes, nous avons cherche´ a` accroˆıtre encore plus la program-
mation avec les concepts du domaine, ce qui nous a conduit a` concevoir un DSL spe´cifiquement
adapte´ a` la programmation des services te´le´coms. Ce DSL de programmation a e´te´ conc¸u en
partant de notre mode`le de programmation. Il permet de de´finir un service en de´crivant les
acteurs, sessions et roˆles implique´s. La particularite´ de notre langage est qu’en plus d’offrir
des constructions spe´cifiques au domaine des services te´le´coms pour structurer les programmes,
il posse`de e´galement des constructions emprunte´es au langage de programmation ge´ne´raliste
classique pour de´crire les comportements.
Le code 1 illustre notre langage sur un exemple concret : un service de messagerie instantane´e
base´e sur SIP. Dans cet exemple, deux acteurs interagissent selon le sce´nario suivant : un acteur
UAC e´tablit une session de communication avec un acteur UAS, puis les deux acteurs e´changent
des messages de type texte. Cet exemple fait intervenir un type de session que nous nommons
Chat. Trois roˆles sont identifie´s au sein de cette session : un role Caller charge´ d’envoyer une
requeˆte INVITE et de traiter une re´ponse OK, un roˆle Callee charge´ de re´pondre positivement
a` la re´ception d’une requeˆte INVITE, et enfin, un roˆle Messagee e´mettant des requeˆtes SIP de
type MESSAGE.
Pour chacun des acteurs, il faut spe´cifier les roˆles joue´s, ainsi que la logique d’activation des
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Table 1: Le code DSL d’une application de messagerie instantane´e SIP
sessions et des roˆles (partie droite du code 1). Le mot clef sessionPart pre´cise les sessions
auxquelles participe un acteur, tandis que play permet d’indiquer quels roˆles seront joue´s par
l’acteur au sein de cette session. Plusieurs types de sessions, ainsi que plusieurs instances
du meˆme type de session peuvent cohabiter (la participation d’un acteur a` une session e´tant
identifie´e via le mot clef sessionPart suivi d’un nom). La logique d’activation est un me´canisme
qui permet de de´terminer dynamiquement quels sont les sessions et roˆles concerne´s par un
e´ve´nement1. Dans notre exemple, un seul type de session existe, le mot clef sessionControl
permet d’indiquer que lorsque l’acteur UAS rec¸oit un message SIP de type INVITE, cela concerne
la participation de cet acteur a` une session de type Chat.
L’avantage de proposer un tel DSL de programmation est double. D’une part, le concepteur
tire les be´ne´fices lie´es a` l’utilisation d’un DSL : syntaxe permettant de guider le concepteur
spe´cialiste du domaine, concepts de haut niveau facilitant la concision des programmes et leur
maintenance, controˆles de typage spe´cifiques au domaine. D’autre part, la possibilite´ offerte
d’utiliser au sein du DSL des constructions d’un langage ge´ne´raliste fait be´ne´ficier le concepteur
des avantages d’un GPL : re´utilisation de constructions standards (types, boucles, etc.) pour
exprimer des aspects algorithmiques varie´s, capitalisation de l’expe´rience des de´veloppeurs pour
des parties complexes et re´currentes, etc.
3 Outillage
Construction du langage de´die´
Pour construire notre DSL, nous avons proce´de´ selon une me´thode particulie`re qui consiste a`
re´utiliser les concepts d’un langage ge´ne´raliste existant quand cela est pertinent et possible pour
de´finir ceux du DSL. Il convient de souligner que dans le cas pre´sent, le mode de re´utilisation
utilise´ ne vise pas une extension du langage existant mais une mise en oeuvre du DSL avec
un minimum d’effort, notamment pour les parties de´die´es a` la description des comportements
(boucles, conditionnels). Avec cette me´thode, nous avons proce´de´ de plusieurs manie`res pour
de´finir les concept spe´cifiques de notre DSL. Certains concepts ont e´te´ de´finis sans faire re´fe´rence
1Dans une application SIP classique, ceci implique notamment une gestion d’e´tats ainsi qu’une analyse du
contenu du message par le programmeur.
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a` ceux du langage existant. C’est le cas par exemple des constructions session et play. D’autres
concepts ont e´te´ obtenus par he´ritage des concepts existants, comme actor, role et sessionPart
qui he´ritent du concept de classe pour inclure des de´finitions d’attributs et d’ope´rations. Enfin,
un dernier ensemble de concepts du DSL a e´te´ de´fini en agre´geant des concepts existants. C’est
le cas par exemple des constructions send, receive pour leur corps mais aussi de la construction
when pour une partie de la condition.
Cette me´thode de construction du langage a e´te´ rendue possible graˆce a` l’utilisation des
plugins EMFText et JaMoPP [2] dans l’environnement EMF d’Eclipse. EMFText permet a`
partir d’un me´ta-mode`le existant et d’une spe´cification de syntaxe concre`te d’un langage de
ge´ne´rer du code Java implantant un transformateur de texte valide en un mode`le conforme,
ainsi qu’un e´diteur textuel adapte´. JaMoPP est une bibliothe`que construite avec EMFText.
Cette bibliothe`que implante un me´ta-mode`le exhaustif de Java ainsi que sa syntaxe concre`te,
un e´diteur et des fonctionnalite´s de validite´ se´mantique, notamment celles lie´es au typage.
EMFText pre´sente comme caracte´ristique inte´ressante de permettre de de´finir les e´le´ments
d’un langage a` partir de ceux d’un autre.
Figure 2: Architecture des plugins Eclipse de notre outillage
Comme on peut le voir sur la figure 2, nous avons de´finit le me´ta-mode`le de notre DSL en
utilisant une partie des concepts du me´ta-mode`le Java de´finis par JaMoPP. La grammaire de
notre langage inclut des re`gles syntaxiques du langage Java. Il devient, par ce biais, possible
d’inclure des parties de code Java dans notre DSL mais aussi d’utiliser les fonctionnalite´s de
validite´ se´mantique du langage Java fournies par JaMoPP pour ve´rifier ces parties.
Atelier IDM dans l’environnement Eclipse
Autour de ce langage, nous avons e´labore´ un outillage dans l’environnement Eclipse, afin de
faciliter, selon une approche guide´e par les mode`les, la conception de services te´le´coms. Il se
compose d’un ensemble de plugins facilitant le de´veloppement d’applications SIP sous Eclipse :
– Un e´diteur de mode`les textuels facilitant l’e´criture de programmes base´s sur notre DSL. Celui-
ci a e´te´ ge´ne´re´ graˆce au plugin EMFText et incorpore des fonctionnalite´s d’aide a` la comple´tion
et d’analyse syntaxique et se´mantique.
– Un e´diteur graphique pour concevoir des sessions et des acteurs avec une vue de haut-niveau,
re´alise´ graˆce aux plugins EMF/GMF.
– Un traducteur vers du code Java spe´cialisant un framework de programmation s’exe´cutant
au dessus de l’architecture JAIN-SIP[1]. Ce traducteur a e´te´ conc¸u en s’appuyant sur JaMoPP.
Afin d’obtenir le code exe´cutable a` partir d’un mode`le conforme a` notre me´ta-mode`le, nous
appliquons une transformation M2M vers un mode`le JaMoPP, puis une transformation de ce
mode`le en code Java.
– Une bibliothe`que de roles/sessions re´utilisables.
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Figure 3: Vue Eclipse de notre environnement de de´veloppement
La figure 3 repre´sente une vue d’Eclipse de la conception de l’exemple pre´ce´dent. A` partir
du mode`le graphique, l’environnement offre la possibilite´ de ge´ne´rer le mode`le textuel, c’est-a`-
dire le code DSL. Celui-ci peut alors eˆtre comple´te´ directement afin d’y inte´grer notamment le
code Java imple´mentant l’action a` de´clencher lors de la re´ception ou l’envoi d’un message. La
synchronisation entre les diffe´rentes vues d’un meˆme mode`le (graphique, textuel ou arborescent)
permet de tirer profit des avantages de chacune d’entre elles. Enfin, a` partir du code DSL, nous
obtenons, apre`s transformation, le code Java exe´cutant le service au dessus de notre framework.
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