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1. Uvod 
 
U industriji za video igre koriste se različiti algoritmi za implementaciju umjetne 
inteligencije sa ciljem da se igraču pruži što veća uživljenost i osjećaj realnosti u igri. Također se 
koristi za implementaciju različitih „uzoraka ponašanja“ u računalnoj igri. AI se pomoću danog 
„uzorka“ prilagođava na stil igranja igrača, a može dosizati sve od običnih protivnika do 
raznoraznih boss susreta. Algoritmi umjetne inteligencije se nastoje načiniti što boljima da se 
istovremeno prilagođavaju podacima koje otkriju te prilagođavaju igraču ovisno o postavljenoj 
težini i o uspješnosti igrača. Neki od poznatijih algoritama za implementaciju AI u igrama su 
algoritam mrava [1], algoritam pčela [2], reinforcement learning [6] i rule-based leaning [7].  
U ovom radu osmišljen je jednostavan algoritam kalkulacije prioriteta koji će za 
tradicionalnu igru „Mlin“ [5] ili engl. Nine men's Morris, ili „Mills“ tražiti najpovoljniju poziciju 
figurice te najpovoljnije mjesto gdje pomaknuti istu figuricu kako bi napravio mlin, ili spriječio 
igrača da napravi svoj mlin. Igra je napravljena u alatu za izradu igara Unity [12]. 
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2. Pravila igre 
 
Igra Mlin igra se na ploči koja se sastoji od 24 pozicija horizontalno i vertikalno povezani 
sa 2 susjeda ako su kutne, 4 susjeda ako nisu kutne pozicije (Slika 1.). Mlin se sastoji se od 3 faze 
igre. U prvoj fazi započinju redom prvo plavi, zatim crveni igrač naizmjenice postavljati figurice 
na slobodna mjesta na ploči. Cilj je igre stvoriti Mlin, ili tri spojena susjedna mjesta, horizontalno 
ili vertikalno. Dijagonale se ne računaju. Prilikom postavljanja figurice ako igrač napravi mlin, on 
smije pritom pojesti jednu protivničku figuricu koja nije u Mlinu. Naizmjenice se postavljaju 
figurice dokle god oba igrača nisu svaki postavili 9 figurica. Zatim započinje druga faza igre. U 
drugoj fazi igre smiju se pomaknuti figurice koje imaju slobodno susjedno mjesto. U slučaju da 
igrač ne može pomaknuti nijednu figuricu zbog razloga što nijedna figurica nema slobodno 
susjedno mjesto, taj igrač gubi i igra tu završava. Igrači i u ovoj fazi pokušavaju blokirati 
protivničke Mlinove ili stvoriti svoje. U treću fazu ulazi igrač koji je ostao na samo 3 figurice. 
Kada jedan od igrača ostane na 3 figurice, oni smiju pomaknuti bilo koju svoju figuricu bilo gdje 
na ploči, tj. nisu limitirani na samo pomicanje figurice na susjedne pozicije. U slučaju da drugi 
igrač u to vrijeme ostane na 3 figurice, i on ulazi u treću fazu. Igra završava kada jedan od igrača 
ostane na 2 figurice jer tada više ne može napraviti mlin.  
 
Slika 1 - Ploča i figurice igre Mlin 
 
3. Reinforcement learning i rule-based learning 
 
Reinforcement learning je područje učenja umjetne inteligencije gdje se AI agent uči kako 
maksimizirati rezultat u nekoj okolini. AI agent se uči kroz proces kažnjavanja i nagrađivanja 
određenih poteza. Također možemo odrediti jačinu kažnjavanja i nagrađivanja određenih poteza 
te tako postizati optimalnije poteze za AI agenta. Na taj način možemo modelirati različitu težinu 
igre. Npr. u easy modeu će AI odabirati nekakav nasumični pioritet, dokle u medium i hard mode 
se služimo algoritmima za dodjeljivanje prioriteta. Cilj je da AI agent napravi najoptimalniji potez 
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u bilo kojoj danoj situaciji. Sub-optimalni potezi ne moraju se nužno kažnjavati već im se mijenja 
jačina prioriteta. Fokus je na otkrivanje ravnoteže između istraživanja i iskorištavanja trenutnog 
znanja algoritma.  
Rule-based machine learning algoritam zadaje AI-u pravila pomoću kojih on identificira, uči, 
evolvira, manipulira, sprema i primjenjuje podatke. Definirajuća karakteristika rule-based 
learninga je prepoznavanje i iskorištavanje zadanih pravila od strane korisnika. Ta se pravila uvode 
kako bi AI algoritmu olakšali prepoznavanje bitnih podataka te njihovu manipulaciju. 
Za igru ćemo koristiti rule-based learning i reinforcement algoritam. Preko njih će AI uz Rule-
based learning (if i then) ustanoviti bitne podatke i imati određeni input (potez igrača). 
Reinforcement learning algoritam koristimo za dodjeljivanje prioriteta pomoću kojih će AI moći 
odabrati optimalne linije, čvorove za pomicanje te pozicije za pomicanje kroz sve faze igre.  
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4. Izrada igre 
4.1 Razlike singleplayera i multiplayera 
 
Igra je izvedena u dva moda, singleplayer i multiplayer. Cilj je bio prvenstveno napraviti 
funkcionalnu igru u multiplayer modu te onda iz toga izvesti singleplayer. Igra se odvija identično 
u oba moda. U singleplayer modu korišten je identičan kod povučen iz multiplayera te je AI 
prilagođen tom kodu. Igrači u oba moda imaju prikazana pravila te mogu pomicati figurice i raditi 
mlinove u sve tri faze igre. 
 4.2 Izrada menija 
 
Tokom izrade igre bitno je razmišljati kako implementirati algoritam umjetne inteligencije, 
zato je bitno unaprijed razmisliti kako će neki dio koda izgledati. Za početak igre, prikazan je meni 
sa opcijama play, options te quit gumbom, Slika 2. Tekst je uređen uz pomoć Unityjevog text mesh 
addona.  
 
Slika 2 - Meni u igri 
 
Klikom na play meni dolazimo do početnoga ekrana igre. Slika 3. prikazuje meni za odabir 
moda igranja koji je ponuđen igraču. 
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Slika 3 - Meni za izbor vrste igre 
Igrač u One player modu može također odabrati želi li igrati prvi (blue player) ili drugi (red 
player) klikom na gumbove koji se prikažu nakon što odabere one player mode na pop-up meni za 
biranje reda igranja, Slika 4. 
 
Slika 4 - Odabir reda igranja  
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Nakon što igrač odabere boju s kojom igra pokrene se skripta s funkcijom start koja vraća 
sve opcije na početne, Slika 5. Također, definirane su funkcije za pokretanje singleplayer i 
multiplayer mode, te funkcije za odabir reda igranja. U slučaju singleplayer moda, bez obzira koju 
boju igrač odabere, pokreće se StartAIMode(); funkcija koja inicira AI algoritam. Zatim se 
deaktivira panel za odabir i igra započinje.  
 
 
Slika 5 - Gamecontroller skripta za odabir moda 
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Slika 6 - Samoažurirajući tekst faza 1 
Ulaskom u igru igraču se prikazuje igrača ploča sa zeleno označenim pozicijama na koje 
može smjestiti svoje figurice i s desne strane se objašnjavaju pravila igre. Pravila se ažuriraju 
ovisno o fazi igre tako da igrači znaju što im je činiti tokom svake faze ako igraju po prvi put. Slika 
6. s desne strane prikazuje dinamički izmenjivi tekst koji opisuje pravila igre ovisno o fazi u kojoj 
se igrač nalazi. Za prikaz i izmjenu teksta pravila s desne strane ekrana koristi se funkcija 
StartAIMode(); prikazana na slici 7. Ona započinje prvu fazu igre za oba igrača i postavlja početne 
varijable. U slučaju kada igraju dva igrač poziva se funkcija StartTwoPlayerMode(); koja 
deaktivira AI controller skriptu te dodjeljuje obojici igrača prvu fazu. ResetToDefault(); postavlja 
sve varijable mlina na false i oslobađa sve čvorove kako bi se moglo započeti s novom igrom. 
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Slika 7 - StartAI i StartTwoPlayer skripte 
 
4.2 Implementacija funkcija za AI – Faza 1 
 
Algoritmu umjetne inteligencije prvotno je potrebno dati do znanja koji su mu čvorovi 
susjedni u gridu i pozvati funkciju ovisno o AI fazi i modu igranja (igra prvi kao plavi, ili igra 
drugi kao crveni). Također je potrebno dodijeliti jednaku vrijednost (score) za svaku poziciju na 
ploči (Point point varijabla). Svaka pozicija ili čvor je kružić na koji se može postaviti figurica. 
Ima ih ukupno 24. Slika 8. prikazuje skriptu koja dodjeljuje prioritet nula svim čvorovima kako se 
ne bi generirale nasumične vrijednost. Varijablu lineIndexes dinamički alociramo u 2D array 
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[16,3] te svakoj liniji dodjeljujemo tri pointa (čvora) u njoj kako bi kasnije mogli provjeravati za 
mlin u tim linijama. Funkcija AILogic poziva AI za određenu fazu. 
 
 
Slika 8 - AI rangiranje mjesta te pozivanja AILogic funkcija 
 
U prvoj fazi davanja prioriteta AI prvobitno daje svakoj poziciji na ploči  prioritet od 100. 
Zatim prebrojava koji su čvorovi slobodni i mogu se zauzeti te prebrojava koliko ima čvorova 
zauzetih u liniji (potrebno je imati 3 čvora u nizu u liniji za mlin). Zadnja varijabla provjerava 
koliko čvorova poredanih ima neprijatelj te povećava ili smanjuje score. Npr. ako AI ima dva čvora 
u nizu, AI će pokušati napraviti mlin tako da zauzme treći čvor u nizu (*8 povećanje), Slika 9. U 
slučaju kada igrač ima dva čvora u nizu, AI će mu pokušati blokirati mlin tako da zauzme treći 
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čvor u nizu  (*7 povećanje). Protivnik ima više od nula zauzetih pozicija u toj liniji (/2 smanjenje). 
AI ima jedno mjesto zauzeto i 2 iduća mjesta slobodna za mlin u toj liniji (*2 povećanje). Slika 
10. prikazuje funkcije za računanje prioriteta i njihove vrijednosti. 
 
  
Slika 9 - Primjer za *8 povećanje 
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Slika 10 – Funkcija za računanje prioriteta u prvoj fazi igre 
 
Također u prvoj fazi AI odabire najbolju liniju za stvaranje mlina tako što daje varijabli 
lineScores prioritet. Kroz for petlju dodaje score najboljoj liniji. Ideja je bila pokušati simulirati 
situaciju gdje jedan igrač zauzme 3 kuta te onda gdjegod drugi igrač pokuša blokirati mlin, prvi 
igrač uvijek može napraviti mlin. Ako dvije linije imaju izjednačen score, odabire nasumičnu. 
Slika 11. prikazuje AI logika prioriteta za prvu fazu. 
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Slika 11 - AI Logic u prvoj fazi 
 
Kada AI napravi mlin, mora odabrati optimalnu neprijateljsku figuricu za pojesti. To radi 
u Eat scoring funkciji koristeći AIEatLogic funkciju. Bitno je napomenuti da AI ne smije pojesti 
figuricu koja se trenutno nalazi u mlinu. Stoga ako nema što pojesti, preskače eat fazu. Najveći 
prioritet ima čvor gdje protivnik ima dvije figurice poredane te mu jedna fali za mlin. Na taj način 
AI tjera igrača da ponovno izgubi potez postavljajući ili mičući figuricu na mjesto gdje igrač može 
napraviti mlin. Također AI gleda je li jedan red zauzet od protivnika, i ako nije pokušava optimalnu 
figuricu pomaknuti na to mjesto da napravi mlin. Tako stvara taktiku zvanu „Mill lock“ ili 
zaključani mlin, gdje pomakom jedne figurice igrač uvijek stvara mlin (slika 13 i 14). U kodu se 
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ponovno zadaju prioriteti ovisno o stanju „jestivosti“, slika 12. Ako protivnik ima dvije figurice u 
liniji, prioritet se diže za *5 umjesto *2. 
 
Slika 12 - Eat scoring 
 
 
Slika 13 - Primjer zaključanog mlina 
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Slika 14 - Primjer zaključanog mlina s oznakama 
Slika 13 i 14, prikazuju zaključan mlina plavog igrača. Pomicanjem figurice zaokružene 
crvenom bojom na mjesta označena crvenim plavi igrač stvara mlin u svakom potezu. 
 
Slika 15 - AI zauzeo kuteve 
U slici 15. je AI nastojao zauzeti kuteve uzevši u obzir da su linije bile slobodne. Na taj 
način, koju god igrač poziciju zauzeo, AI može napraviti mlin. 
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Slika 16 - AILogicEat() Funkcija 
Slika 16. prikazuje AILogicEat(); funkciju koja računa prioritet specifične linije koju 
treba pojesti. U drugoj for petlji računa prioritet za specifično polje koje će pojesti u liniji koju je 
odabrao. 
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4.3 Implementacija funkcija za AI – Faza 2 
 
U drugoj fazi nastaje problem. AI treba pronaći optimalnu figuricu za pomaknuti, te nakon 
toga naći optimalno mjesto. Najlakše je prvotno eliminirati mjesta na koja se ne može pomaknuti 
i figurice koje se ne mogu pomaknuti te onda tražiti prioritet za figuricu, te mjesto. Također nastaje 
problem pronalaska susjeda ako se nalazi u kutu, tj. takozvani problem kutnih čvorova (slika 17.).   
Na slici 17. dan je primjer jednog čvora koji ima samo dva susjeda. Taj čvor sadrži 
informaciju samo za pola linije. Dokle ako se nalazi na horizontali ili vertikali, ima informacije za 
sve susjede te može provjeriti horizontalni ili vertikalni mlin. Uvodimo funkciju koja provjerava 
susjedni čvor od kutnog čvora te u njemu pretražuje ima li susjeda ili je li jedan od susjednih 
čvorova centralnog čvora zauzeti od protivnika, ali ne i oboje. Ne želimo da AI besmisleno pomiče 
figuricu iz kutnog čvora ako je nemoguće stvoriti mlin u toj liniji zbog toga što je jedan od čvorova 
zauzet od strane neprijatelja. Slike 18. i 19. prikazuju problem kutnih čvorova (slika 17.). U 
funkciji isMillPossible(); uvodimo horizontalno i vertikalno provjeravanje susjeda. Na taj način 
uvijek možemo znati susjedne čvorove. Provjeravanjem vertikalnog i horizontalnog mlina 
povećavamo sigurnost odabiranja najbolje pozicije. AI može sada provjeriti ako igrač planira 
napraviti horizontalni ili vertikalni mlin. 
 
Slika 17 - Problem kutnih čvorova u igri 
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Slika 18 - Problem kutnih čvorova 
 
Slika 19 - Problem kutnih čvorova nastavak 
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U scoranju druge faze morali smo odabrati što će AI algoritmu biti bitnije. Stvarati vlastiti 
mlin, ili blokirati tuđi. U prvoj fazi prebrojavamo trenutno stanje kroz svaku iteraciju petlje te 
dodjeljujemo prioritete nanovo. Traži se optimalno mjesto i figurica za pomicanje. Zbog prijašnje 
implementirane funkcije, AI može lako pregledati kutne čvorove te za njih odrediti prioritet 
pomicanja. Stvaranje mlina mu je najveći prioritet jer tako štiti svoje figurice (ne smiju se pojesti 
figurice koje su u mlinu). Zatim blokiranje neprijateljskog mlina bez ugrožavanja vlastitog. U 
slučaju da ne može napraviti nijedno, razbija svoj mlin i priprema se vratiti istu figuricu nazad u 
mlin. Za slučaj da ni to ne može, pomiče nasumičnu figuru dokle god može (igra završava ako 
igrač ili AI ne mogu pomaknuti nijednu figuru te taj igrač gubi). Slika 20. prikazuje funkciju 
PhaseTwoScoringMove(); koja u for petlji pomoću uvjeta provjerava broj praznih čvorova te broj 
čvorova zauzetih od igrača ili AI-a te se pomiče ovisno o tome. Slika 21. prikazuje funkciju za 
zadavanje prioriteta ovisno o mogućnosti blokiranja mlina ili stvaranja mlina. Pri računanju može 
doći do dodjele jednakog prioriteta pomicanje figurice ili mjesta za pomicanje. Ponovo se 
izračunava prioritet za te pozicije te odabire više pogodna figurica i više pogodna pozicija. U slici 
22. ponavljamo kod za prebrojavanje te varijablu enemy izračunavamo formulom 3 – broj AI 
zauzetih polja – broj neutralnih polja. Na taj način dobivamo negativni koeficijent kod računanja 
te smanjujemo prioritet za linije i čvorove koji sadrže igračeve figurice (npr. umjesto da množimo 
1*8 množiti ćemo (-1)*8 te dobiti negativni prioritet). 
 
 
Slika 20 - Scoring faza 2 part 1. 
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Slika 21 – Scoring faza 2 part 2. 
 
Slika 22 – Scoring faza 2 part 3. 
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4.3 Implementacija funkcija za AI – Faza 3 
 
U treću fazu igrač ili AI ulazi kada ostane na samo 3 figurice. Za računanje 
prioriteta u trećoj fazi moramo pronaći optimalnu figuricu za pomaknuti, koristeći modificirani 
kod za pronalazak optimalne figurice za pomicanje iz druge faze. Za računanje prioriteta pozicije 
koristimo dio modificiranog koda za računanje prioriteta pozicije iz prve faze te dio modificiranog 
koda za računanje prioriteta pomicanja ovisno o tome mogu  li igrač ili protivnik napraviti mlin iz 
druge faze.  Slika 23. prikazuje funkciju za prebrojavanje zauzetih i slobodnih polja te 
dodjeljivanje prioriteta i traženja optimalnog mjesta za pomicanje već od prije odabrane optimalne 
figurice. 
 
 
Slika 23 - AI računanje prioriteta pomicanja u fazi 3 
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 Funkcijama su izmijenjeni koeficijenti prioriteta. AI mora paziti da ostane u mlinu kada 
protivnik napravi mlin, inače gubi. To provjerava kroz zadnja 2 if uvjeta. Također računa prioritet 
linije gdje pomaknuti figuricu i gdje da potencijalno započne stvarati mlin (slika 24). 
 
Slika 24 - AI traženje slobodnih pozicija 
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U skripti za treću fazu AI logike, ako protivnik ne može napraviti mlin, AI ne može 
napraviti mlin, ili nema potrebe blokirati igračev mlin, AI traži optimalnu poziciju za stvaranje 
nove linije za mlin. Traži slobodnu liniju i gleda susjede zbog slučaja da ako odabere mjesto gdje 
ga igrač može blokirati, daje slabiji prioritet toj liniji. A pošto se u fazi tri može pomicati sa 
figuricama gdje hoće, mora proći kroz sve pozicije. Zato je bitan dio koda gdje traži slobodne 
pozicije ili pozicije zauzete od igrača. U slici 25. prikazano je kako izgleda pomicanje za plavog 
igrača u trećoj fazi.  
 
 
Slika 25 - Faza tri za plavoga igrača 
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 Slika 26. prikazuje implementaciju AILogicPhaseThree(); funkcije u koju smo 
implementirali već prije korišteni algoritam za računanje najbolje linije (lineScores). Drugi dio 
funkcije odabire najbolju liniju od svih ponuđenih. 
 
Slika 26 - Traženje optimalne linije part 1 
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 Slika 27. prikazuje da nakon odabira najbolje linije, u drugom djelu koda odabire najbolji 
čvor u toj liniji te njega zauzima (gameController.points). 
 
Slika 27 - Traženje optimalne linije part 2 
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4.4 Implementacija završetka igre 
 
Igra se nastavlja dok jedan igrač nema mogućnost pomicanja figurice u fazi dva, ili 
dokle  jedan igrač ne ostane na dvije figurice u fazi tri. U glavni game controller implementirana 
je funkcija koja provjerava sve navedene uvjete te onda poziva end game panel meni. Igru je 
također moguće započeti ispočetka pretiskom tipke 'R' na tipkovnici, ili izaći iz igre pretiskom 
tipke 'ESC'. U end game panel meniju igrač ima opciju zaigrati ponovno ili otići u meni. Slika 28. 
prikazuje end game panel. 
 
 
Slika 28 - Pobjeda plavog igrača, end game panel meni 
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 U if uvjetima  se provjerava mogu li se plavi ili crveni igrač pomicati, slika 29. Također se 
provjerava imaju li igrači dvije figurice. Ovisno koji igrač uđe u funkciju, aktivira se victoryPanel 
i prikaz pobjednika. 
 
Slika 29 - Kod za provjeru kraja igre 
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4.4 Promjena postavki 
 
U igri postoji i meni sa opcijama za podešavanje zvuka. Napravljen je slider te su slider i 
text uređeni u TextMeshu, a kontrola zvuka implementirana je u musicController skripti. Slika 30. 
prikazuje gumb options koji se koristi za pojačanje i stišavanje zvuka. 
 
 
Slika 30 - Options button meni 
U skripti za meni (Slika 31.) definiran je slider te se on poziva na pokretanju igre. Gumb 
play odlazi na scenu 1, a funkcija OnVolumeChange() dozvoljava nam interaktivni slider na čiju 
je komponentu dodana pjesma preko music controller skripte. Slika 32. prikazuje QuitGame 
funkciju koja gasi igru.  
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Slika 31- Meni skripta 
 
 
Slika 32 - Music controller skripta 
 
 
 
31 
 
5. Zaključak 
 
U ovom radu bavili smo se osnovnom implementacijom algoritma umjetne inteligencije u 
tradicionalnu igru „Mlin“ u alatu za izradu igara i aplikacija „Unity“. Pri izradi umjetne 
inteligencije prvenstveno je bitno osmisliti način kako da umjetna inteligencija razmišlja kao igrač, 
neprijatelj i sl. Za neke stvari potrebniji su algoritmi koji se prilagođavaju tome ovisno kako igrač 
igra. Također je moguće implementirati težine algoritma. Najjednostavniji algoritam mogao bi biti 
neki gdje jednostavno nasumično odabire stvari, nasumično odabire varijable i slično, te što se 
više povećava težina, algoritam mora više razmišljati kao igrač.  
Igra je napravljena na ideji grafa. Svaka točka zna točno tko su joj susjedi, koje je boje te koje 
su joj susjedi boje. Tu informaciju šalje gamecontroller skripti. Na taj način lakše je pratiti 
promjene i vršiti pretraživanja slobodnih mjesta na bazi već predhodno poznatih informacija od 
susjeda. 
U praktičnom djelu dana je implementacija algoritma biranja prioriteta. Naravno, idealno bi 
bilo da algoritam sam radi i uči, ali za dvadeset i četiri moguće pozicije i pomicanjanja na iste, te 
za računanja optimalnog poteza protiv igrača bilo bi potrebno po par tisuća generacija algoritma 
da razvije način razmišljanja za jedan čvor. 
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