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Abstrakt
Tato diplomova´ pra´ce si klade za cı´l nejprve sezna´mit cˇtena´rˇe s osobnı´m doma´cı´m pocˇı´-
tacˇem ZX Spectrum a vysveˇtlit za´kladnı´ principy emulace pocˇı´tacˇu˚. Za uplynule´ trˇi
deka´dy vzniklo pro pocˇı´tacˇ ZX Spectrum neprˇeberne´ mnozˇstvı´ programu˚, ktere´ mohou
by´t i v dnesˇnı´ z urcˇity´ch ohledu˚ zajı´mave´. Emula´tory pocˇı´tacˇu˚ umozˇnˇujı´ provozovat tyto
programy i bez nutnosti vlastnit pu˚vodnı´ pocˇı´tacˇ. Druhy´m cı´lem pra´ce je popsat emula´-
tor, ktery´ vznikl jako soucˇa´st te´to diplomove´ pra´ce a kromeˇ spousˇteˇnı´ aplikacı´ urcˇeny´ch
pro pocˇı´tacˇ ZX Spectrum umozˇnˇuje take´ zkouma´nı´ jejich ko´du.
Klı´cˇova´ slova: ZX Spectrum, Sinclair, emula´tor, 8bitovy´ pocˇı´tacˇ, debugger, wxWidgets,
C++
Abstract
Main goal of this thesis is to acquaint the reader with the ZX Spectrum, a personal home
computer and to explain basic principles of computer emulation. A countless volume of
programmes for the ZX Spectrum was made during the past three decades, which, from
some points of view, could be interesting even nowadays. Emulators enables one to run
these programmes even without need to own an authentic computer. The second goal of
this thesis is to describe the emulator which was developed as a part of the thesis and
besides the ability to run applications dedicated for the ZX Spectrum, it makes it possible
to explore their code.
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Seznam pouzˇity´ch zkratek a symbolu˚
CLK – Clock
CPU – Central Processing Unit
GNU – GNU’s Not Unix
GPL – General Public License
GPU – Graphics Processing Unit
GUI – Graphical User Interface
HLE – High-Level Emulation
HTML – Hyper Text Markup Language
INT – Interrupt
JSI – Jazyk Symbolicky´ch Instrukcı´
LLE – Low-Level Emulation
NMI – Non-Maskable Interrupt
OS – Operacˇnı´ Syste´m
PAL – Phase Alternating Line
PC – Program Counter
PWM – Pulse-width Modulation
RAM – Random Access Memory
RGB – Red-Green-Blue
ROM – Read-Only Memory
SP – Stack Pointer
ULA – Uncommitted Logic Array
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61 U´vod
Letosˇnı´ rok je to pra´veˇ trˇicet let od zacˇa´tku prodeje 8bitove´ho doma´cı´ho pocˇı´tacˇe Sinclair
ZX Spectrum 48K. Pro mnoho lidı´ prˇedstavoval prvnı´ kontakt se sveˇtem digita´lnı´ch
pocˇı´tacˇu˚. Dnes tento pocˇı´tacˇ, spı´sˇe nezˇ u neˇkoho doma, najdeme v muzeu vy´pocˇetnı´
techniky. Prˇesto to nutneˇ neznamena´, zˇe se musı´me rozloucˇit i se vsˇemi aplikacemi, ktere´
pro neˇj byly za celou dobu sve´ existence vytvorˇeny. Dı´ky emulacimu˚zˇeme tato zachovana´
softwarova´ dı´la pouzˇı´vat i nada´le.
Cı´lem te´to diplomove´ pra´ce je vytvorˇit takovy´ emula´tor, ktery´ umozˇnı´ nejen spousˇteˇt
na dnesˇnı´ch osobnı´ch pocˇı´tacˇı´ch pu˚vodnı´ programy urcˇene´ pro ZX Spectrum, ale take´
poskytne na´stroje pro zkouma´nı´ teˇchto programu˚ z pohledu pra´ce se zdrojovy´m ko´dem
v jazyce symbolicky´ch instrukcı´.
Na´sledujı´cı´ kapitola (2) ma´ za cı´l cˇtena´rˇe podrobneˇ sezna´mit se samotny´m pocˇı´tacˇem
Sinclair ZX Spectrum. Tento pocˇı´tacˇ je svy´m na´vrhempomeˇrneˇ jednoduchy´, prˇesto nejsou
informace v tomto textu vycˇerpa´vajı´cı´, ale uva´dı´ danou problematiku v dostatecˇne´m
rozsahu pro pochopenı´ dalsˇı´ch kapitol.
Za popisem pocˇı´tacˇe na´sleduje v kapitole 3 souhrn za´kladnı´ch pojmu˚ a faktu˚ okolo
emulace pocˇı´tacˇe a debugova´nı´. Na´sledneˇ budou v kapitole 4 popsa´ny jizˇ existujı´cı´ emula´-
tory pocˇı´tacˇe ZX Spectrum a jejich za´kladnı´ rysy. Tento pru˚zkum slouzˇil jako inspirace pro
u´vahy, kde lze v te´to oblasti prˇine´st neˇco nove´ho nebo co by se dalo vylepsˇit. V kapitole 5
jsou pak specifikova´ny pozˇadavky na vy´sledny´ syste´m.
Na´vrh aplikace je rozdeˇlen celkemdo trˇı´ cˇa´stı´. Prvnı´ cˇa´st tvorˇı´ na´vrh samotne´ho emula´-
toru v kapitole 6. Zde je nejprve pocˇı´tacˇ „rozebra´n“ na jednotlive´ soucˇa´sti (v objektove´
dekompozici) a pote´ jsou cˇa´sti slozˇeny zpeˇt jako softwarovy´ syste´m. Druhou cˇa´st na´vrhu
tvorˇı´ na´vrh debuggeru. V kapitole 7 je tedy popsa´no jak bude debugger plnit pozˇadovane´
funkce a jaky´m zpu˚sobem bude prˇipojen k emula´toru. Tato kapitola se va´zˇe na trˇetı´ cˇa´st
na´vrhu aplikace, kterou je graficke´ rozhranı´. V kapitole 9.1 tak bude zmı´neˇno, jak probı´ha´
vza´jemna´ komunikace mezi graficky´m rozhranı´m a emula´torem s debuggerem.
Implementace podstatny´ch funkcı´ syste´mu je rozebra´na v kapitole 8. Na zacˇa´tku te´to
kapitoly (v podkapitole 8.1) jsou ale nejprve zmı´neˇny vesˇkere´ cˇa´sti syste´mu, jezˇ pocha´zı´
od trˇetı´ch stan. Tı´m jsou mysˇleny knihovny nebo cˇa´sti zdrojovy´ch ko´du˚, ktere´ nevznikly
v ra´mci te´to pra´ce, ale jsou v nı´ vyuzˇity.
V kapitole 10 jsou strucˇneˇ zmı´neˇny techniky, jaky´mi byla aplikace testova´na, a take´
jsou uvedeny vy´sledky neˇktery´ch testu˚. Prˇedevsˇı´m je zde kladen du˚raz na nedostatky,
ktere´ se v ra´mci te´to pra´ce nepodarˇilo odstranit.
72 Pocˇı´tacˇ Sinclair ZX Spectrum
Sinclair ZX Spectrum je 8bitovy´ pocˇı´tacˇ, ktery´ byl vyra´beˇn v pru˚beˇhu let 1982-1992 fir-
mou Sinclair Research na u´zemı´ Velke´ Brita´nie. Pocˇı´tacˇ vesˇel na trh v e´rˇe velke´ho rozvoje
doma´cı´ch pocˇı´tacˇu˚. Konkurencı´ pro neˇj v te´ dobeˇ byly prˇedevsˇı´m pocˇı´tacˇe americky´ch
vy´robcu˚ Atari a Commodore. Sice nebyl v te´to velke´ konkurenci nejproda´vaneˇjsˇı´m, ale
i tak, nejspı´sˇe dı´ky prˇı´znive´ sve´ ceneˇ, ktera´ prˇi zacˇa´tku prodeje cˇinila 125 liber, dosa´hl
na tehdejsˇı´ dobu u´ctyhodny´ch peˇti milio´nu prodany´ch kusu˚. Pro srovna´nı´, vu˚bec ne-
jproda´vaneˇjsˇı´m 8bitovy´m pocˇı´tacˇem byl (dle [7]) Commodore 64, jehozˇ celkovy´ prodej
se odhaduje na 17 milio´nu˚ kusu˚. O populariteˇ ZX Spectrum vypovı´da´ take´ to, zˇe pro neˇj
vzniklo prˇes dvacet tisı´c aplikacı´, z nichzˇ veˇtsˇinu tvorˇı´ hry (podle [12]).
Existuje neˇkolik variant pocˇı´tacˇe ZX Spectrum, ktere´ se krom vzhledu lisˇı´ hlavneˇ
mnozˇstvı´m dostupne´ operacˇnı´ pameˇti RAM a vestaveˇny´m programovy´m vybavenı´m.
Paklizˇe nebude vy´slovneˇ uvedeno jinak, budu se v te´to pra´ci zaby´vat pouze modelem
Sinclair ZX Spectrum 48K (na obra´zku 1).
Firma Sinclair da´le vyrobila modely ZX Spectrum+ a ZX Spectrum 128. V roce 1986
byla znacˇka „Sinclair“ zakoupena britskou firmou Amstrad, ktera´ pokracˇovala modely
ZX Spectrum +2, +2A, +2B a +3.
Kromeˇ oficia´lnı´ch modelu˚ vsˇak po cele´m sveˇteˇ vznikaly take´ tzv. kolny, vyra´beˇne´
ru˚zny´mi firmami nebo i jednotlivci, ktere´ vı´ce cˇi me´neˇ kopı´rovaly architekturu modelu˚
ZX Spectrum. Za zmı´nku stojı´ naprˇı´klad pocˇı´tacˇ Pentagon, velice podobny´ ZX Spectrum
128, ktery´ byl vyra´beˇn v SSSR.V Cˇeske´ republice byl asi nejvı´ce zna´my´ pocˇı´tacˇDidaktikM,
klon ZX Spectrum 48K, vyra´beˇny´ od roku 1990 na u´zemı´ dnesˇnı´ Slovenske´ republiky.
Obra´zek 1: Pocˇı´tacˇ Sinclair ZX Spectrum 48K
8ZX Spectrum 48K, jak jizˇ na´zev napovı´da´, je model s 48 kilobajty pameˇti RAM. Pocˇı´-
tacˇ ma´ ve sve´m plastove´m teˇle zabudovanou gumovou kla´vesnici. Jako zobrazovacı´
jednotka slouzˇı´ klasicky´ televizor, ktery´ je mozˇne´ prˇipojit pomocı´ ante´nnı´ho konektoru
na zadnı´m panelu prˇı´stroje. Obrazovy´ vy´stup je barevny´, ovsˇem s jisty´mi omezenı´mi
(podrobneˇji v podkapitole 2.5). Pro nahra´va´nı´ a ukla´da´nı´ programu˚ se pouzˇı´vajı´ mag-
netofonove´ pa´sky. V na´sledujı´cı´ch podkapitola´ch budou podrobneˇji rozebra´ny hardware
a architektura pocˇı´tacˇe.
2.1 Architektura
Architektura pocˇı´tacˇe cˇa´stecˇneˇ inspirova´na VonNeumannovy´m sche´matem, nebot’je zde
spolecˇna´ syste´mova´ sbeˇrnice pro data i programovy´ ko´d (da´le jen datova´ sbeˇrnice). Datova´
sbeˇrnice ma´ sˇı´rˇku 8 bitu˚, zatı´mco adresnı´ sbeˇrnice je 16bitova´.
U obou sbeˇrnic je uzˇito du˚myslne´ rˇesˇenı´, kdy je pomocı´ rezistoru˚ sbeˇrnice rozdeˇlena
na dveˇ cˇa´sti. Na blokove´m sche´matu pocˇı´tacˇe (obra´zek 2) lze spatrˇit, zˇe adresnı´ spolu
s datovou sbeˇrnicı´ rozdeˇlujı´ komponenty pocˇı´tacˇe do dvou skupin. Vlevo jsou to CPU,
pameˇt’ROM a hornı´ch 32 KB pameˇti RAM, vpravo cˇip ULA a spodnı´ch 16 KB pameˇti
RAM. Dı´ky tomuto zapojenı´ mu˚zˇe procesor pracovat s oblastmi pameˇti na sve´ cˇa´sti
sbeˇrnice, zatı´mco jednotka ULA cˇte obrazova´ data z jine´ oblasti pameˇti.
Pokud dojde k tomu, zˇe se procesor snazˇı´ prˇistoupit do spodnı´ch 16 KB pameˇti RAM
ve chvı´li, kdy ULA potrˇebuje cˇı´st obrazova´ data, ma´ jednotka ULA prˇednost a pozastavı´
cˇinnost procesoru docˇasny´m odstavenı´m jeho hodinove´ho signa´lu CLK.
Obra´zek 2: Blokove´ sche´ma pocˇı´tacˇe
92.2 Procesor – CPU
Jako procesor je v pocˇı´tacˇi pouzˇit Zilog Z80 taktovany´ na kmitocˇtu 3, 5𝑀𝐻𝑧. Tento pro-
cesor svy´m na´vrhem vycha´zı´ z procesoru 8080 firmy Intel a je s nı´m zpeˇtneˇ kompatibilnı´.
V na´sledujı´cı´ch podkapitola´ch jsou shrnuty za´kladnı´ rysy procesoru. Podrobne´ de-
taily lze nale´zt v oficia´lnı´m manua´lu k procesoru[19]. Odborna´ verˇejnost zkouma´nı´m
procesoru objevila mnozˇstvı´ operacˇnı´ch ko´du˚ instrukcı´ a dalsˇı´ch vlastnostı´, ktere´ nejsou
publikova´ny v ra´mci oficia´lnı´ho manua´lu. Na tento popud vnikl neoficia´lnı´ manua´l[6],
ktery´ mapuje veˇtsˇinu teˇchto nalezeny´ch specifik.
V na´sledujı´cı´ch podkapitola´ch jsou shrnuty pouze za´kladnı´ rysy procesoru Zilog Z80,
ktere´ by meˇli cˇtena´rˇi usnadnit pochopenı´ pra´ce procesoru.
2.2.1 Registry
Procesor Z80 stejneˇ jako jeho vzor disponuje sadou 8bitovy´ch a 16bitove´ registru˚. Neˇktere´
dvojice 8bitovy´ch registru˚ lze take´ pouzˇı´t v pa´ru jako jeden 16bitovy´ registr.
V tabulce 1 je uvedena za´kladnı´ sada registru˚, ktera´ byla dostupna´ jizˇ u procesoru
Intel 8080. Specia´lneˇ registr prˇı´znaku˚ F se lze da´le rozdeˇlit azˇ na jednotlive´ bity, ktere´
uchova´vajı´ informace o provedeny´ch instrukcı´ch (zejme´na aritmeticky´ch a logicky´ch).
Registry Funkce
A 8bitovy´ strˇadacˇ (Accumulator)
F registr prˇı´znakovy´ch bitu˚ (Flags)
BC 16bitovy´ datovy´/adresnı´ registr, cˇı´tacˇ cˇi dva 8bitove´ registry B a C
DE 16bitovy´ datovy´/adresnı´ registr cˇi dva 8bitove´ registry D a E
HL 16bitovy´ strˇadacˇ/adresnı´ registr cˇi dva 8bitove´ registry H a L
SP 16bitovy´ ukazatel vrcholu za´sobnı´ku (Stack Pointer)
PC 16bitovy´ adresa prova´deˇne´ instrukce (Program Counter)
Tabulka 1: Za´kladnı´ sada registru˚ procesoru Zilog Z80
Registry Funkce
IX, IY dva 16bitove´ indexove´ registry
I 8bitovy´ ukazatel stra´nky prˇerusˇenı´
R 8bitovy´ registr pro obnovenı´ dynamicke´ pameˇti RAM
AF’, BC’, DE’, HL’ stı´nove´ kopie registru˚ A, F, BC, DE a HL
Tabulka 2: Nove´ registry prˇidane´ oproti procesoru Intel 8080
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2.2.2 Instrukcˇnı´ sada
Instrukcˇnı´ sadu procesoru tvorˇı´ (dle [19]) celkem 158 ru˚zny´ch instrukcı´. Tyto instrukce
zahrnujı´ operace jako je nacˇı´ta´nı´ z a ukla´da´nı´ do pameˇti, aritmeticke´ a logicke´ operace,
bitove´ operace, vstupneˇ-vy´stupnı´ operace cˇi instrukce veˇtvenı´ pomocı´ skoku˚ a vola´nı´.
Pro orientaci v na´sledujı´cı´m textu si vystacˇı´me se znalostı´ instrukcı´ LD, ST, IN a OUT.
Prvnı´ dveˇ zmı´neˇne´ instrukce slouzˇı´ pro nacˇı´ta´nı´ dat z pameˇti (LD – Load) a ukla´da´nı´ do
pameˇti (ST – Store). Druha´ dvojice instrukcı´ slouzˇı´ pro vstupnı´ pozˇadavek (IN – Input)
a vy´stupnı´ pozˇadavek (OUT – Output) zaslany´ vstupneˇ-vy´stupnı´m zarˇı´zenı´m.
Kazˇda´ instrukce je v pameˇti pocˇı´tacˇe ulozˇena jako sekvence jednoho azˇ cˇtyrˇ bajtu˚, kdy
pocˇa´tecˇnı´ bajty tvorˇı´ operacˇnı´ ko´d instrukce a za nimi mu˚zˇe volitelneˇ na´sledovat neˇkolik
bajtu˚, ktere´ reprezentujı´ operandy instrukce.
2.2.3 Beˇh a prˇerusˇenı´
Procesor spousˇtı´ programovy´ ko´d po jednotlivy´ch instrukcı´ch. Zpracova´nı´ kazˇde´ in-
strukce se deˇlı´ do neˇkolika tzv. strojovy´ch cyklu˚ (M-cycles). Prˇi prvnı´m strojove´m cyklu
(oznacˇovany´ jako M0) prˇi zpracova´nı´ instrukce se podle adresy v registru PC nacˇte op-
eracˇnı´ ko´d instrukce. Registr PC je pote´ inkrementova´n, aby ukazoval na adresu na´sle-
dujı´cı´ instrukce. Na´sledneˇ je ko´d instrukce deko´dova´n a provedena pozˇadovana´ oper-
ace (naprˇı´klad nacˇtenı´ jednoho bajtu z pameˇti do registru). Jednoduche´ instrukce jsou
vykona´ny prˇı´mo beˇhem cyklu M0. Slozˇiteˇjsˇı´ operace jsou procesorem rozlozˇeny do vı´ce
na´sledny´ch strojovy´ch cyklu˚. Kazˇdy´ strojovy´ cyklus navı´c mu˚zˇe mı´t ru˚znou de´lku, ktera´
se meˇrˇı´ v pocˇtu hodinovy´ch cyklu˚ (take´ T-states) zdroje cˇasova´nı´ procesoru.
Postupne´ zpracova´nı´ instrukcı´ mu˚zˇe by´t narusˇeno dveˇma externı´mi zdroji prˇerusˇenı´
prˇivedeny´mi na odpovı´dajı´cı´ pin procesoru INT nebo NMI. Hlavnı´ rozdı´l mezi teˇmito
typy prˇerusˇenı´ je ten, zˇe zatı´mco prˇerusˇenı´ INT lze softwaroveˇ zaka´zat (maskovat), NMI je
nemaskovatelne´.
Pokud je na zacˇa´tku strojove´ho cyklu M0 detekova´n a prˇijat pozˇadavek na prˇerusˇenı´,
je procesorem ulozˇen aktua´lnı´ stav a namı´sto instrukce se zpracuje toto prˇerusˇenı´. Po
na´vratu z prˇerusˇenı´ je obnoven drˇı´ve ulozˇeny´ stav a procesor pokracˇuje v klasicke´m
vykona´va´nı´ instrukcı´.
2.3 Organizace pameˇti
Procesor svou 16bitovou adresnı´ sbeˇrnicı´ doka´zˇe adresovat celkem 216 bajtu˚, tedy 64 kilo-
bajtu˚. Kazˇdy´ ze cˇtyrˇ u´seku˚ pameˇti o 16 KB tvorˇı´ tzv. stra´nku pameˇti. Pameˇt’pocˇı´tacˇe lze
dle funkce rozdeˇlit na dveˇ cˇa´sti – pameˇt’ROM a pameˇt’RAM. Pameˇt’ROM tvorˇı´ prvnı´ch
16 KB adresnı´ho prostoru procesoru. Do te´to cˇa´sti pameˇti nenı´ mozˇno zapisovat. Nacha´zı´
se zde vestaveˇny´ software s editacˇnı´m rozhranı´m a interpretrem programovacı´ho jazyka
BASIC.
Zby´vajı´cı´ch 48 KB pameˇti tvorˇı´ pameˇt’ RAM. Do te´to oblasti jizˇ lze take´ zapisovat,
ovsˇem ne celou pameˇt’ RAM je mozˇno uzˇı´vat k libovolny´m u´cˇelu˚m. Specia´lneˇ adresy
16384-23295 (neboli 4000h-5B00h v hexadecima´lnı´ soustaveˇ) jsou urcˇeny pro obrazovou
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pameˇt’, odkud obvod ULA pru˚beˇzˇneˇ cˇte obrazova´ data a prˇeva´dı´ je na videosigna´l (viz
podkapitola 2.5).
Obra´zek 3: Mapa pameˇt’ove´ho prostoru pocˇı´tacˇe
2.4 Zaka´zkovy´ cˇip – ULA
Velmi du˚lezˇitou komponentou pocˇı´tacˇe je cˇip ULA (Uncommitted Logic Array). Tento ob-
vod zasta´va´ funkci jake´hosi komunikacˇnı´ho centra cele´ho pocˇı´tacˇe. Stara´ se o generova´nı´
obrazu (kap. 2.5), zvukovy´ vy´stup na vnitrˇnı´ reproduktor (kap. 2.6.3), da´le zprostrˇed-
kova´va´ komunikaci s magnetofonem (kap. 2.6.2) nebo cˇtenı´ stisku˚ tlacˇı´tek kla´vesnice
(kap. 2.6.1).
Jednotka ULA posı´la´ procesoru s frekvencı´ 50 𝐻𝑧 pozˇadavek na prˇerusˇenı´ INT. Toto
prˇerusˇenı´ jednak spousˇtı´ obsluzˇne´ rutiny v pameˇti ROM a take´ je v programech (pro svou
pravidelnost) pozˇı´va´no k synchronizaci (pomocı´ instrukce HALT).
Mimo signa´lu prˇerusˇenı´ cˇip ULA generuje dokonce samotny´ hodinovy´ signa´l pro-
cesoru. V pocˇı´tacˇi je krystalovy´m oscila´torem o frekvenci 14 𝑀𝐻𝑧 prˇiva´deˇn hodinovy´
signa´l do jednotky ULA, kde je vydeˇlen cˇtyrˇmi na 3, 5 𝑀𝐻𝑧 a pote´ prˇiveden na vstup
hodinove´ho signa´lu procesoru – CLK.
2.5 Generova´nı´ obrazu
Jak jizˇ bylo zmı´neˇno drˇı´ve v te´to kapitole, o generova´nı´ obrazove´ho a zvukove´ho signa´lu
se stara´ cˇip ULA. Tento obvod padesa´tkra´t do vterˇiny prˇecˇte obsah obrazove´ cˇa´sti pameˇti
RAM a prˇevede tato data na trˇi slozˇky barevne´ho video signa´lu Y’UV. Ten je da´le mod-
ula´torem zpracova´n na televiznı´ signa´l PAL a prˇiveden na ante´nnı´ vy´stup pocˇı´tacˇe.
Frekvence 50 𝐻𝑧 pro cˇtenı´ obrazu z pameˇti vycha´zı´ pra´veˇ z televiznı´ normy PAL,
ktera´ sice prˇena´sˇı´ 25 snı´mku˚ za vterˇinu, ovsˇem jedna´ se o signa´l prokla´dany´. To znamena´,
zˇe kazˇdy´ z 25 snı´mku˚ se prˇena´sˇı´ jako dva pu˚lsnı´mky – jeden pu˚lsnı´mek pouze se sudy´mi
rˇa´dky, druhy´ pouze s lichy´mi rˇa´dky obrazu.
2.5.1 Obrazove´ body
Obraz se skla´da´ z 256x192 bodu˚ jejichzˇ barevna´ paleta nabı´zı´ 8 barev navı´c s mozˇnostı´
dvou stupnˇu˚ jasu. Okolı´ obrazovy´ch bodu˚ jesˇteˇ vyplnˇuje okraj (tzv. border; na obra´zku 4
sˇedou barvou), ktery´ mu˚zˇe mı´t pouze jednu z osmi za´kladnı´ch barev (viz levy´ sloupec
v tabulce 6).
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Ani obrazove´ body ovsˇem nemohou mı´t libovolne´ barvy z te´to 16barevne´ palety.
Obraz je rozdeˇlen na bloky o rozmeˇru 8x8 bodu˚ a v kazˇde´m z nich mohou mı´t body jen
jednu ze dvou nastaveny´ch barev – barvu kresby (angl. ink) nebo barvu pozadı´ (paper).
Kazˇdy´ obrazovy´ bod zabı´ra´ v pameˇti jediny´ bit, ktery´m je urcˇeno, pra´veˇ zda ma´ bod
barvu kresby resp. barvu pozadı´ (bit ma´ hodnotu jedna resp. nula).
V jednom bajtu je ulozˇeno osm vodorovneˇ po sobeˇ jdoucı´ch bodu˚. Pro vysveˇtlenı´
porˇadı´ v jake´m jsou za sebou bajty ulozˇeny v pameˇti zavedeme neˇkolik pojmu˚. Pojmem
linka budeme oznacˇovat body jdoucı´ horizonta´lneˇ vedle sebe (pruh vysoky´ jeden bod).
Jako rˇa´dek nazveme osm linek pod sebou, neboli vodorovny´ pruh o vy´sˇce osmi bodu˚.
Sloupec pak budeme cha´pat jako svisly´ pruh sˇiroky´ osm bodu˚. Rˇa´dky a sloupce tedy tvorˇı´
na obrazovce mrˇı´zˇku 32x24 osmibodovy´ch bloku˚.
Jednu linku tvorˇı´ 32 po sobeˇ jdoucı´ch bajtu˚. Za prvnı´ linkou bodu˚ vsˇak v pameˇti
nena´sleduje druha´ obrazova´ linka, jak by se dalo prˇedpokla´dat. Obrazovka je totizˇ ver-
tika´lneˇ rozdeˇlena do trˇı´ cˇa´stı´ po osmi rˇa´dcı´ch (64 linka´ch). V obrazove´ pameˇti je nejprve
ulozˇena prvnı´ (hornı´) trˇetina, pote´ druha´ (prostrˇednı´) a nakonec trˇetı´ (dolnı´). V ra´mci
trˇetiny jsou da´le prokla´da´ny linky jednotlivy´ch rˇa´dku˚. Nejprve prvnı´ linky vsˇech osmi
rˇa´dku˚ trˇetiny, pote´ druhe´ linky, atd.
V pameˇti na adrese 16384 (4000h) tedy zacˇı´na´ linka 0, pote´ linky 8, 16, 24, 32, 40, 48
a 54. Za nimi na´sledujı´ linky 1, 9, 17, 25, 33, 41, 49, 55. Teprve po vsˇech linka´ch z prvnı´
trˇetiny obrazovky na´sledujı´ dle obdobne´ho sche´matu linky druhe´ a pote´ trˇetı´ trˇetiny.
Vztahmezi adresoubajtuvpameˇti apozicı´ bodu˚ naobrazovce je zachycena tabulkou3.
Trˇetiny, rˇa´dky, linky i sloupce jsou zde cˇı´slova´ny od nuly.
Obra´zek 4: Detail grafiky na obrazovce pocˇı´tacˇe
(vlevo snı´mek obrazovky ze hry Uwol, Quest for Money,
vpravo 4x4 bloky po 8x8 bodech)
Adresnı´ bit 15 14 13 12 11 10 9 8 7 6 5 4 3 2 1 0
Hodnota 0 1 0 trˇetina linka rˇa´dek sloupec
Tabulka 3: Adresa linky obrazovy´ch bodu˚ v pameˇti
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2.5.2 Barevne´ atributy
Za oblastı´ s obrazovy´mi body v pameˇti na´sleduje na adrese 23296 (5B00h) oblast barvy
obrazu neboli barevny´ch atributu˚. Zde kazˇde´mu bloku 8x8 obrazovy´ch bodu˚ odpovı´da´
jeden bajt s nastavenı´m barev. Vy´znam jednotlivy´ch bitu˚ je naznacˇen v tabulce 4.
Dolnı´ trˇi bity (0-2) urcˇujı´ barvukresby ana´sledujı´cı´ trˇi bity (3-5) barvupozadı´ (oznacˇenı´
G, B a R odpovı´da´ postupneˇ zelene´, modre´ a cˇervene´ slozˇce barevne´homodelu RGB). Bit 6
nastaveny´ na jednicˇku zvysˇuje jas obou barev. Nastavenı´ poslednı´ho bitu (7) na jednicˇku
zpu˚sobı´, zˇe se prˇi zobrazova´nı´ bloku na obrazovce mezi sebou strˇı´dajı´ barvy kresby a
pozadı´. Toto blika´nı´ (flash) ma´ periodu 32 obrazovy´ch pu˚lsnı´mku˚ (kazˇdy´ch 16 pu˚lsnı´mku˚
– 0,32 sekund – dojde k vy´meˇneˇ barev).
Barva obrazu, na rozdı´l od obrazovy´ch bodu˚, nenı´ v pameˇti ukla´dana´ po linka´ch ani
trˇetina´ch, ale jednodusˇe jako rˇa´dky a sloupce bloku˚ 8x8 bodu˚. Tabulka 5 zachycuje, jak je
tvorˇena adresa bloku.
Barva okraje obrazovky nenı´ jednotkou ULA nacˇı´ta´na odnikud z pameˇti, ny´brzˇ je
nastavova´na procesorem do ULA a to za´pisem na port cˇ. 254 (FEh) jak je mozˇno videˇt
v tabulce 7.
Bit 7 6 5 4 3 2 1 0
Oznacˇenı´ FLASH BRIGHT G R B G R B
Vy´znam blika´nı´ zvy´sˇeny´ jas barva pozadı´ barva kresby
Tabulka 4: Vy´znam bitu˚ v bajtu s barevny´mi atributy obrazove´ho bloku
Adresnı´ bit 15 14 13 12 11 10 9 8 7 6 5 4 3 2 1 0
Hodnota 0 1 0 1 1 0 rˇa´dek sloupec
Tabulka 5: Adresa barvy bloku v pameˇti









Tabulka 6: Barevna´ paleta pocˇı´tacˇe
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2.6 Vstupneˇ-vy´stupnı´ zarˇı´zenı´
Kromeˇ televiznı´ obrazovkyma´ pocˇı´tacˇ jesˇteˇ neˇkolik dalsˇı´ch vstupneˇ-vy´stupnı´ch zarˇı´zenı´.
V na´sledujı´cı´ch podkapitola´ch budoupopsa´ny jednak kla´vesnice a reproduktor, ktere´ jsou
zabudova´ny prˇı´mo v teˇle pocˇı´tacˇe, a take´ nejbeˇzˇneˇjsˇı´ externı´ vstupneˇ-vy´stupnı´ zarˇı´zenı´ –
magnetofon a joystick.
Se vstupneˇ-vy´stupnı´mi zarˇı´zenı´mi procesor komunikuje pomocı´ instrukce IN resp.
OUT, ktera´ vyvola´ na datove´ sbeˇrnici pozˇadavek na cˇtenı´ resp. za´pis na neˇjake´ zarˇı´zenı´.
S kazˇdy´m pozˇadavkem je na adresnı´ sbeˇrnici nastavena adresa zarˇı´zenı´ (take´ zvana´ port),
ktere´ ma´ na pozˇadavek reagovat.
Specia´lnı´ pozici vstupneˇ-vy´stupnı´ho zarˇı´zenı´ zasta´va´ jednotka ULA, ktera´ reaguje na
vsˇechny IN a OUT pozˇadavky na sudy´ch adresa´ch (cˇı´slo portu ma´ nejnizˇsˇı´ bit nulovy´).
Nejcˇasteˇji se vsˇak pro adresova´nı´ jednotky ULA pouzˇı´va´ port s nizˇsˇı´m bytem rovny´m 254
(FEh).
Bit 7 6 5 4 3 2 1 0
Cˇtenı´ (IN) – – EAR KB4 KB3 KB2 KB1 KB0
rˇa´dky matice kla´vesnice
Za´pis (OUT) – – – SPK MIC G R B
barva okraje obrazovky
Tabulka 7: Vy´znam datovy´ch bitu˚ prˇi vstupneˇ-vy´stupnı´ch operacı´ch na portu 254
2.6.1 Kla´vesnice
Kla´vesnice je hlavnı´m uzˇivatelsky´m na´strojem pro ovla´da´nı´ pocˇı´tacˇe. Kla´vesy s pı´smeny
jsou rozmı´steˇny dle sche´matu QWERTY, ktere´ je beˇzˇne´ i dnes. Hornı´ rˇadu kla´ves tvorˇı´
cˇı´slice 1-9 a 0. Da´le jsou zde cˇtyrˇi specia´lnı´ kla´vesy – ENTER (novy´ rˇa´dek), CAPS SHIFT
(psanı´ velky´ch pı´smen), SYMBOL SHIFT (alternativnı´ funkce kla´ves) a SPACE (mezera).
Uvnitrˇ pocˇı´tacˇe je kla´vesnice tvorˇenamembra´nou, ktera´ spojuje kla´vesy domatice 5x8
kla´ves. Kazˇdy´ z peˇti rˇa´dku˚ matice je jeden z vodicˇu˚ KB0-KB4, ktere´ jsou prostrˇednictvı´m
jednotky ULA propojova´ny na vodicˇe datove´ sbeˇrnice D0-D4. Sloupce matice pak tvorˇı´
vodicˇe adresnı´ sbeˇrnice A8-A15 (viz tabulka 8). Stisknutı´m tlacˇı´tka dojde k propojenı´
prˇı´slusˇne´ho vodicˇe v rˇa´dku a sloupci matice.
Pocˇı´tacˇ zjisˇt’uje ktera´ kla´vesa je stisknuta´ postupny´m skenova´nı´m po jednotlivy´ch
vodicˇı´ch A8-A15. Nejprve je tedy prˇiveden signa´l naprˇı´klad na vodicˇ A8 a pote´ se z datove´
sbeˇrnice prˇecˇte, zda je neˇktera´ z kla´ves CAPS SHIFT, Z, X, C nebo V stisknuta´. Je potrˇeba
objasnit, zˇe prˇivedenı´ signa´lu v tomto prˇı´padeˇ znamena´ prˇivedenı´ logicke´ nuly na tento
vodicˇ. Vodicˇe obou sbeˇrnic pocˇı´tacˇe totizˇ majı´ v klidove´m stavu hodnotu logicke´ jednicˇky.
Skenova´nı´ je realizova´no instrukcemi IN, ktere´ majı´ nizˇsˇı´ adresnı´ bajt roven 254 (FEh).
Takovy´to pozˇadavek je vyrˇı´zen jednotkou ULA, ktera´ propojı´ vodicˇe datove´ sbeˇrnice
D0-D4 s vodicˇi rˇa´dku˚ matice kla´vesnice KB0-KB4. Hornı´ adresnı´ bajt, ktery´ je prˇiveden
na sloupcematice vybı´ra´ jeden z vodicˇu˚. Naprˇı´klad pozˇadavek IN na adrese 01FEh nacˇte
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Vodicˇ A8 A9 A10 A11 A12 A13 A14 A15
KB0 CAPS
A Q 1 0 P ENTER SPACE
(D0) SHIFT
KB1




X D E 3 8 I K M
(D2)
KB3
C F R 4 7 U J N
(D3)
KB4
V G T 5 6 Y H B
(D4)
Tabulka 8: Matice kla´vesnice pocˇı´tacˇe
bajt, ktery´ budemı´t nulove´ bity na pozicı´ch odpovı´dajı´cı´ch stlacˇeny´m kla´vesa´m z prvnı´ho
sloupce A8.
2.6.2 Magnetofon
Magnetofon, ktery´ se k pocˇı´tacˇi prˇipojuje prˇes konektory MIC a EAR, slozˇı´ jako trvale´
u´lozˇisˇteˇ pro aplikace a data (da´le jen data). Data jsou na magneticke´ pa´sce ulozˇena
jako obde´lnı´kovy´ zvukovy´ signa´l. Pro ulozˇenı´ bina´rnı´ch dat je pouzˇita pulsneˇ-sˇı´rˇkova´
modulace (PWM), kdy je kazˇdy´ bit zako´dova´n jako jedna cela´ perioda (kladna´ a za´porna´
pu˚lperioda) obde´lnı´kove´ho signa´lu o de´lce prˇiblizˇneˇ 244 𝜇𝑠 pro nulovy´ bit, nebo 489 𝜇𝑠
pro bit jednicˇkovy´.
Pro nacˇı´ta´nı´ programu z pa´sky je vy´stup zmagnetofonu je prˇipojen na zvukovy´ vstup
pocˇı´tacˇe EAR1, odkud je signa´l prˇiveden do jednotky ULA, ktera´ prova´dı´ 1bitovy´ prˇevod
analogove´ho signa´lu na digita´lnı´. Tento digita´lnı´ signa´l je procesorem z ULA cˇten operacı´
IN na portu 254, kde je dostupny´ v bitu 5 (viz tabulka 7). Tento signa´l, prˇestozˇe je jizˇ
bina´rnı´, je sta´le zako´dova´n pulsneˇ-sˇı´rˇkovou modulacı´. Prˇevod na data je prova´deˇn azˇ
softwaroveˇ podprogramem v pameˇti ROM.
Ukla´da´nı´ dat na pa´sku probı´ha´ opacˇny´m zpu˚sobem. Nejprve se softwaroveˇ data
zako´dujı´ do pulsu˚ jednicˇek a nul, ktere´ jsou vy´stupnı´mi operacemi OUT na port 254
zapisova´ny do jednotky ULA v bitu 3 (viz tabulka 7). ULA pak uzˇ jen upravı´ u´rovneˇ
signa´lu a prˇivede jej na vy´stupnı´ konektor MIC, ktery´ je prˇipojen k mikrofonnı´ho vstupu
magnetofonu.
1Acˇ by se podle na´zvudalo prˇedpokla´dat, zˇe tento konektor je zvukovy´mvy´stupempocˇı´tacˇe (z anglicke´ho
earphone – slucha´tko), tak dle oddı´lu 5.4.1 v [10] se skutecˇneˇ jedna´ o zvukovy´ vstup. Nejspı´sˇe je konektor
takto oznacˇen proto, zˇe se do neˇj prˇipojuje slucha´tkovy´ vy´stup z magnetofonu.
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2.6.3 Vnitrˇnı´ reproduktor
Vy´stup na vnitrˇnı´ reproduktor (speaker) je jednobitovy´ a je podobneˇ jako u magneto-
fonu realizova´n za´pisem na port 254, konkre´tneˇ na bit 4 oznacˇovany´ take´ jako SPK (viz
tabulka 7). Ve skutecˇnosti jsou vsˇak vy´stup na vnitrˇnı´ reproduktor a na vy´stupnı´ i vs-
tupnı´ konektor (MIC a EAR) vnitrˇneˇ prˇena´sˇeny po jedine´ lince. Nikdy se vsˇak v pocˇı´tacˇi
nepouzˇı´va´ najednou zvukovy´ vstup i vy´stup (nenı´ mozˇne´ za´rovenˇ cˇı´st z kazety a zapiso-
vat na ni nebo prˇehra´vat zvuk). Bity 3 a 4 vy´stupnı´ho portu 254 tedy majı´ v podstateˇ
stejnou funkci. Rozdı´l je v tom, zˇe prˇi pouzˇitı´ bitu 4 je produkova´na vysˇsˇı´ amplituda
vy´stupnı´ho signa´lu nezˇ prˇi pouzˇitı´ bitu 3.
2.6.4 Joystick
Vedle kla´vesnice lze jako vstupnı´ zarˇı´zenı´ pouzˇı´t take´ joystick, ktery´ se prˇipojuje prˇes
konektor na zadnı´m panelu pocˇı´tacˇe. Existuje neˇkolik typu˚ joysticku˚, ktere´ se lisˇı´ zpu˚-
sobem, jaky´m s pocˇı´tacˇem komunikujı´. Nejpouzˇı´vaneˇjsˇı´m typem je pravdeˇpodobneˇ joy-
stick Sinclair, ktery´ pracuje jako vstupnı´ zarˇı´zenı´ odpovı´dajı´cı´ na portu F7FEh.
Joystick Sinclair ma´ celkem 5 tlacˇı´tek, kdy kazˇde´ z nich prˇi stisknutı´ nastavı´ jeden bit
na datove´ sbeˇrnici na nulu. Pokud tlacˇı´tko stisknute´ nenı´, ponecha´va´ patrˇicˇny´ bit datove´
sbeˇrnice v klidove´m stavu – hodnoteˇ jedna. V tabulce 9 je zna´zorneˇno, ktere´ bity jsou
ovlivnˇova´ny jednotlivy´mi tlacˇı´tky joysticku. Je dobre´ poznamenat, zˇe tlacˇı´tka joysticku
Sinclair vlastneˇ odpovı´dajı´ kla´vesa´m kla´vesnice ve sloupci A11 (viz tabulka 8).
Bit 7 6 5 4 3 2 1 0
Tlacˇı´tko – – – strˇelba nahoru dolu˚ vpravo vlevo
Tabulka 9: Mapova´nı´ tlacˇı´tek joysticku Sinclair na datove´ bity
2.7 Software
Jednı´m z klı´cˇovy´ch faktoru˚ velke´ popularity pocˇı´tacˇe firmy Sinclair bylo sˇiroke´ spektrum
dostupny´ch aplikacı´. Nejveˇtsˇı´ procento aplikacı´, ktere´ pro tento pocˇı´tacˇ vznikly jsou hry,
ovsˇem existuje i velke´ mnozˇstvı´ nehernı´ho software.
Prˇı´movpocˇı´tacˇi je vestaveˇnoprostrˇedı´ programovacı´ho jazykaBASIC, ktere´ by se dalo
povazˇovat za obdobu dnesˇnı´ch operacˇnı´ch syste´mu˚. Kromeˇ pameˇti ROM, kde je prostrˇedı´
BASIC ulozˇeno, vsˇak pocˇı´tacˇ nema´ zˇa´dne´ trvale´ u´lozˇisˇteˇ pro aplikace. Jediny´m zpu˚sobem
(alesponˇ zpocˇa´tku, nezˇ byly vyvinuty diskove´mechaniky), jak spustit na pocˇı´tacˇi neˇjakou
aplikaci, bylo bud’to ji do pameˇti pocˇı´tacˇe nahra´t z magnetofonove´ pa´sky nebo si ji
vlastnorucˇneˇ naprogramovat. Jen pro prˇedstavu, nahra´nı´ programu z magnetofonove´
kazety trva´ pru˚meˇrneˇ 2-5 minut (samozrˇejmeˇ za´lezˇı´ na velikosti).
Dnes jizˇ software pro ZX Spectrum nenı´ potrˇeba uchova´vat na audiokazeta´ch. Prˇede-
vsˇı´m s rozvojem emula´toru˚ se zacˇaly pouzˇı´vat digita´lnı´ forma´ty, ktere´ bud’to ukla´dajı´
samotny´ obsah magnetofonove´ pa´sky v bina´rnı´ podobeˇ (takove´to forma´ty se oznacˇujı´
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jako tape image), nebo ukla´dajı´ rovnou kompletnı´ snı´mek obsahu pameˇti a registru˚ proce-
soru pocˇı´tacˇe (tyto forma´ty jsou oznacˇova´ny snapshot).
Velka´ cˇa´st programu˚ pro ZX Spectrum zu˚sta´va´ zachova´na dı´ky komunita´m, jakou
je naprˇı´klad World of Spectrum, ktera´ spravuje asi nejveˇtsˇı´ online archiv[12] aplikacı´ pro
tento dnes jizˇ legenda´rnı´ pocˇı´tacˇ. Veˇtsˇina vy´voja´rˇu˚ se prˇitom rozhodla, zˇe umozˇnı´ sˇı´rˇenı´
svy´ch programu˚ prostrˇednictvı´m tohoto archivu bezplatneˇ.
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3 Emulace pocˇı´tacˇe a debugova´nı´
Pod pojmem emula´tor si obecneˇ lze prˇedstavit software (neˇkdy take´ hardware), ktery´
imituje (neboli emuluje) funkce jednoho syste´mu pomocı´ jine´ho rozdı´lne´ho syste´mu.
Emula´tor pocˇı´tacˇe pak imituje chova´nı´ vesˇkery´ch komponent konkre´tnı´ho syste´mu. Pro-
gramy tedy nejsou spousˇteˇny na rea´lne´m syste´mu, ale na virtua´lnı´m syste´mu v prostrˇedı´
emula´toru. Samotny´ emula´tor jizˇ beˇzˇı´ na rea´lne´mstroji (viz. obra´zek 5). Takto je umozˇneˇno
spousˇteˇt programovy´ ko´d naplatformeˇ, pro kteroupu˚vodneˇ nebyl urcˇen, a to bez nutnosti
modifikace samotne´ho ko´du.
Za pojmem debugova´nı´ se mu˚zˇe skry´vat rozsa´hle´ mnozˇstvı´ aktivit. Ujasneˇnı´ tohoto
i neˇktery´ch dalsˇı´ch termı´nu˚, ty´kajı´cı´ch se te´to problematiky, je veˇnova´na samostatna´
podkapitola 3.3. Na´sledujı´cı´ podkapitoly jsou tedy urcˇeny prˇedevsˇı´m teˇm cˇtena´rˇu˚m,
kterˇı´ do oblasti emulace pocˇı´tacˇu˚ a debugova´nı´ programu˚ doposud nezavı´tali.
Obra´zek 5: Diagram vrstev prˇi emulaci
(vpravo uvedeny konkre´tnı´ realizace vrstev)
3.1 Du˚vody pro vznik emula´toru˚
Od poloviny 20. stoletı´, kdy zacˇala e´ra digita´lnı´ch pocˇı´tacˇu˚, vznikajı´ sta´le nove´ pocˇı´tacˇove´
architektury, ktere´ nahrazujı´ ty prˇedesˇle´. Takto kazˇdy´ pocˇı´tacˇ drˇı´ve cˇi pozdeˇji cˇeka´ cesta
do „krˇemı´kove´ho nebe“2. Naproti tomu software svou podstatou – jako posloupnost nul
a jednicˇek – nenı´ za´visly´ na konkre´tnı´ fyzicke´ reprezentaci. Technicky´ pokrok na´s tak
stavı´ do pozice, kdy aplikace prˇetrva´vajı´, ale nema´me jizˇ k dispozici odpovı´dajı´cı´ stroje,
na ktery´ch by je bylo mozˇno provozovat.
Dı´ky emula´toru˚m lze i dnes s pomocı´ beˇzˇne´ho osobnı´ho pocˇı´tacˇe spousˇteˇt naprˇı´klad
software urcˇeny´ pro legenda´rnı´ pocˇı´tacˇ ENIAC3 anizˇ bychom vlastnili jeho skutecˇny´
exempla´rˇ.
2Oznacˇenı´ pro konec uzˇitelne´ doby elektronicke´ho prˇı´stroje. Tento pojem byl popularizova´n v Britske´m
televiznı´m sci-fi seria´lu Red Dwarf.
3Historicky prvnı´ Turingovsky-kompletnı´ elektronicky´ pocˇı´tacˇ sestaveny´ pro Arma´du Spojeny´ch sta´tu˚
americky´ch (stavba dokoncˇena v roce 1946).
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3.2 U´rovneˇ emulace
Emulaci lze prova´deˇt s ru˚zny´mi u´rovneˇmi podrobnosti. Pro emulaci pocˇı´tacˇu˚ se nejcˇasteˇji
pouzˇı´va´ deˇlenı´ do dvou skupin, ktery´mi jsou nı´zkou´rovnˇova´ emulace – LLE (Low-Level
Emulation) a vysokou´rovnˇova´ emulace – HLE (High-Level Emulation).
3.2.1 Nı´zkou´rovnˇova´ emulace
Nı´zkou´rovnˇove´ emula´tory se svou vnitrˇnı´ stavbou drzˇı´ toho, jak imitovany´ syste´m vy-
pada´ ve skutecˇnosti. Typicky je emula´tor rozdeˇlen do neˇkolika modulu˚, ktere´ odpovı´dajı´
komponenta´m pu˚vodnı´ho syste´mu. Prˇı´kladem mu˚zˇe by´t modul pro emulaci CPU, ktery´
deko´duje a spousˇtı´ instrukce strojove´ho ko´du emulovane´ho pocˇı´tacˇe a uvnitrˇ pracuje
s promeˇnny´mi, ktere´ reprezentujı´ registry emulovane´ho procesoru.
Do te´to skupiny se rˇadı´ take´ emula´tory, ktere´ pracujı´ na u´rovni logicky´ch hradel cˇi
tranzistoru˚ jednotlivy´ch digita´lnı´ch obvodu˚. Tyto prˇı´pady jsou ale pı´sˇe vy´jimkou, nebot’
je ve spousteˇ prˇı´padu˚ takrˇka nemozˇne´ zı´skat sche´mata integrovany´ch obvodu˚ a emulace
na takto nı´zke´ u´rovni vyzˇaduje nesmı´rne´ mnozˇstvı´ vy´pocˇetnı´ho cˇasu. Velice zajı´mavy´m
pocˇinem v te´to oblasti je projekt Visual 6502, v ra´mci neˇjzˇ byl vyvinut emula´tor procesoru
MOS6502. Tento emula´tor pracuje pra´veˇ na u´rovni tranzistoru˚ a navı´c nabı´zı´ i vizualizaci
cele´ho cˇipu. Emula´tor je mozˇne´ spustit v prohlı´zˇecˇi s podporou technologie HTML5 (viz
[11]) a dosahuje rychlosti v rˇa´du jednotek instrukcı´ za vterˇinu. Skutecˇny´ procesor prˇitom
zvla´da´ prove´st beˇhem jedne´ vterˇiny i stovky tisı´c instrukcı´.
Obecneˇ by se dalo rˇı´ci, zˇe cˇı´m je nizˇsˇı´ u´rovenˇ emulace, tı´m prˇesneˇjsˇı´ je imitace chova´nı´
syste´mu, avsˇak za cenu vysˇsˇı´ch na´roku˚ na vy´pocˇetnı´ vy´kon.
3.2.2 Vysokou´rovnˇova´ emulace
Za´kladnı´ mysˇlenkou vysokou´rovnˇove´ emulace je, zˇe se zaby´va´me tı´m co komponenty
pocˇı´tacˇe deˇlajı´, spı´sˇe nezˇ tı´m jak to deˇlajı´.
Kuprˇı´kladu soucˇasne´ graficke´ karty pouzˇı´vajı´ k vykreslova´nı´ 3D sce´n ru˚zne´ typy
vy´pocˇetnı´ch jednotek (GPU), ktere´ se diametra´lneˇ lisˇı´ svou vnitrˇnı´ strukturou. Existuje
vsˇak tzv. standardnı´ zobrazovacı´ rˇeteˇzec (v anglicke´ literaturˇe rendering pipeline), cozˇ je za´k-
ladnı´ sche´ma, podle ktere´ho probı´ha´ vykreslova´nı´ 3D sce´ny ve veˇtsˇineˇ graficky´ch karet.
Namı´sto emulace vnitrˇnı´ logiky cˇipu graficke´ karty mu˚zˇeme vzı´t popis 3D sce´ny urcˇeny´
pro emulovanou grafickou kartu a tato data prˇeve´st do forma´tu, ktery´ doka´zˇe vykres-
lit graficka´ karta pocˇı´tacˇe, na ktere´m emula´tor beˇzˇı´. Vy´sledny´ obraz nemusı´ by´t (a cˇasto
nebude) naprosto totozˇny´ s tı´m, ktery´ by vykreslila skutecˇna´ graficka´ karta, ovsˇemdosa´h-
neme mnohem vysˇsˇı´ho vy´konu nezˇ v prˇı´padeˇ nı´zkou´rovnˇove´ emulace.
Pokudmajı´ emulovany´ pocˇı´tacˇ a pocˇı´tacˇ, na ktere´m je emula´tor spousˇteˇn, srovnatelny´
vy´pocˇetnı´ vy´kon a usilujeme o emulaci v rea´lne´m cˇase (kdy program v emula´toru pobeˇzˇı´
stejneˇ rychle jako by beˇzˇel na skutecˇne´m stroji), pak se pouzˇitı´ vysokou´rovnˇove´ emulace
nevyhneme.
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3.3 Debugova´nı´ – za´kladnı´ pojmy
Pojmem debugova´nı´4 (z anglicke´ho debugging) se obecneˇ cha´pe proces odstranˇova´nı´ chyb
ze syste´mu. Prodebugova´nı´ software existuje sˇiroka´ rˇada ru˚zny´ch na´stroju˚ a prˇı´stupu˚. Pro
u´cˇel te´to pra´ce budeme pod pojmem debugova´nı´ uvazˇovat prˇedevsˇı´m mozˇnost pozas-
tavenı´ beˇhu programu (v anglicˇtineˇ break) a to bud’to rucˇneˇ nebo pomocı´ tzv. breakpointu˚.
Beˇhem pozastavenı´ budeme ocˇeka´vat mozˇnost zkouma´nı´ obsahu registru˚ procesoru a
take´ obsahu pameˇti vcˇetneˇ zobrazenı´ strojove´ho ko´du programu v jazyce symbolicky´ch
instrukcı´.
Vy´raz breakpoint se vztahuje k oznacˇenı´ mı´sta v ko´du programu, na ktere´ kdyzˇ se prˇi
beˇhu programu narazı´, dojde k pozastavenı´ programu. Samotny´ breakpoint pro na´s tedy
bude v podstateˇ znamenat adresu instrukce strojove´ho ko´du programuvpameˇti pocˇı´tacˇe.
Strojovy´ ko´d je prˇelozˇeny´ ko´d jazyka symbolicky´ch instrukcı´5 (JSI). Zatı´mco zdrojovy´
ko´d v jazyce symbolicky´ch instrukcı´ je cˇitelny´ text, strojovy´ ko´d jsou bina´rnı´ data, ktery´m
rozumı´ vy´pocˇetnı´ jednotka pocˇı´tacˇe – procesor.
Pojmem disassemblova´nı´ se oznacˇuje proces zpeˇtne´ho prˇevodu ze strojove´ho ko´du do
zdrojove´ho ko´du v jazyce symbolicky´ch instrukcı´.
4Prˇestozˇe toto slovo nenalezneme ve slovnı´ku spisovne´ cˇesˇtiny, v praxi i odborne´ literaturˇe se tento vy´raz
hojneˇ pouzˇı´va´.
5V praxi se cˇasto nespra´vneˇ pouzˇı´va´ termı´n assembler. Tento termı´n vsˇak oznacˇuje samotny´ na´stroj, ktery´
prova´dı´ prˇevod z jazyka symbolicky´ch instrukcı´ do strojove´ho ko´du.
21
4 Existujı´cı´ emula´tory pocˇı´tacˇe ZX Spectrum
Tato kapitola je veˇnova´na strucˇne´mu prˇehledu neˇktery´ch jizˇ existujı´cı´ch emula´toru˚ pocˇı´-
tacˇe ZX Spectrum. Je potrˇeba zdu˚raznit, zˇe emulace pocˇı´tacˇe ZX Spectrum nenı´ zˇa´dnou
novinkou. Jednı´m zprvnı´ch emula´toru˚ urcˇeny´ch pro IBMPCbyl emula´torNUTRIA, ktery´
vznikl jizˇ v roce 1991 (viz [2]). Od te´ doby bylo vytvorˇeno velike´ mnozˇstvı´ dalsˇı´ch emula´-
toru˚ tohoto slavne´ho pocˇı´tacˇe urcˇeny´ch pro vsˇemozˇne´ syste´my, architektury a zarˇı´zenı´.
Uzˇ jen podle [13] je jich vı´ce nezˇ stovka.
Mezi teˇmito emula´tory je sˇiroka´ rozmanitost. Neˇktere´ jsou urcˇeny pro osobnı´ pocˇı´tacˇe,
jine´ trˇeba pro mobilnı´ telefony, neˇktery´m k beˇhu stacˇı´ pouze webovy´ prohlı´zˇecˇ. Da´le
se lisˇı´ trˇeba tı´m, ktere´ modely pocˇı´tacˇe ZX Spectrum (nebo i jiny´ch pocˇı´tacˇu˚) doka´zˇı´
emulovat aneboktere´ prˇı´davne´ perife´rie pocˇı´tacˇe podporujı´.Nenı´ vsˇakmnoho emula´toru˚,
ktere´ doka´zˇı´ nejen pocˇı´tacˇ emulovat, ale take´ zkoumat ko´d spousˇteˇne´ho programu –
debuggovat.
Za vsˇechny emula´tory byli vybra´ni cˇtyrˇi za´stupci, u ktery´ch budou v na´sledujı´cı´ch
kapitola´ch vyjmenova´ny jejich za´kladnı´ rysy a zajı´mave´ vlastnosti. V prˇı´loze C jsou pro
na´zornost uvedeny uka´zky graficky´ch rozhranı´ teˇchto programu˚.
4.1 Spectaculator
Spectaculator je soucˇasnosti jednı´m z nejvyspeˇlejsˇı´ch emula´toru˚ nejen pocˇı´tacˇe ZX Spec-
trum 48K, ale take´ pozdeˇjsˇı´ch variant jako ZX Spectrum 128, +2, +3 nebo klon Pentagon
128, ktery´ byl vyra´beˇn v SSSR. Podporuje emulaci sˇiroke´ sˇka´ly vstupneˇ-vy´stupnı´ch za-
rˇı´zenı´ od takove´ samozrˇejmosti jako je magnetofon, prˇes tiska´rnu azˇ po diskovou jed-
notku.
Tento emula´tor obsahuje take´ pomeˇrneˇ pokrocˇily´ debugger, ktery´ zobrazuje disas-
semblovane´ instrukce a dovoluje editovat obsah pameˇti a registru˚ (viz obra´zek 18). Da´le
debugger podporuje krokova´nı´ a zada´va´nı´ instrukcˇnı´ch breakpointu˚.
Aplikace Spectaculator je dostupna´ pouze pro operacˇnı´ syste´my Windows (verze XP,
Vista a 7) a to bud’to jako placena´ plna´ verze nebo neˇkolikadennı´ zkusˇebnı´ verze.
4.2 FUSE – Free Unix Spectrum Emulator
Emula´torFUSE jemultiplatformnı´mopen-source emula´torempocˇı´tacˇu˚ rˇadyZXSpectrum
(vsˇechny varianty), Pentagon (128K, 512K a 1024K), Scorpion (ZX 256) a Timex (TC2048,
TC2068 a TS2068). Dı´ky otevrˇenosti ko´du do vy´voje aplikace prˇispeˇlo mnozˇstvı´ lidı´, a tak
byla do detailu˚ vyladeˇna prˇesnost emulace jednotlivy´ch modelu˚ pocˇı´tacˇu˚.
Podporova´na je spousta vstupneˇ-vy´stupnı´ch zarˇı´zenı´ vcˇetneˇ mysˇi Kempston mouse
nebo ru˚zny´ch rozhranı´ pro pra´ci pameˇt’ovy´mi kartami Compact Flash a pevny´mi disky
s rozhranı´m IDE.
Emula´tor obsahuje take´ debugger (viz obra´zek 19), ktery´ zobrazuje disassemblovany´
ko´d v pameˇti pocˇı´tacˇe, obsah registru˚ procesoru a obsah za´sobnı´ku. Debugger umı´ kroko-
vat beˇh programu a take´ nastavovat breakpointy. Je potrˇeba poznamenat, zˇe debugger
emula´toru FUSE obsahuje prˇı´kazovou rˇa´dku pro zada´va´nı´ a vyhodnocova´nı´ ru˚zny´ch
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vy´razu˚, avsˇak k te´to funkcionaliteˇ nebyla nalezena zˇa´dna´ dokumentace. Nebylo tedy
zjisˇteˇno zda nenı´ alesponˇ pomocı´ teˇchto vy´razu˚ mozˇne´ modifikovat obsah registru˚ nebo
pameˇti pocˇı´tacˇe.
Za zmı´nku take´ stojı´, zˇe prˇi vy´voji FUSE vznikla samostatna´ knihovna libspectrum,
ktera´ umozˇnˇuje snadnou pra´ci se soubory pouzˇı´vany´mi v emula´toru. Beˇhem vy´voje
emula´toru byla vytvorˇena rˇada dalsˇı´ch pomocny´ch programu˚ naprˇı´klad pro nahra´va´nı´
obsahu fyzicky´ch magnetofonovy´ch pa´sek do souboru˚ typu tape image.
Vsˇechen tento software je volneˇ k dispozici jak pro operacˇnı´ syste´my Windows, tak i
pro UNIX (Linux, BSD a dalsˇı´).
4.3 jBacteria
Emula´tor jBacteria jde poneˇkud jinou cestou nezˇ drˇı´ve zmı´neˇne´ emula´tory. Jeho hlavnı´
devizou je snadna´ prˇı´stupnost. Jedine´, co je pro jeho provoz potrˇeba je webovy´ prohlı´zˇecˇ
s podporou technologie JavaScript (viz [5]).
Prˇestozˇe technologie JavaScript nenı´ zrovna vhodna´ pro aplikace vyzˇadujı´cı´ vysoky´
vy´pocˇetnı´ vy´kon (cˇı´mzˇ emulace procesoru pocˇı´tacˇe dozajista je), soucˇasne´ osobnı´ pocˇı´tacˇe
zvla´dajı´ emulaci v rea´lne´m cˇase.
4.4 TommyGun
Poslednı´ aplikacı´ zmı´neˇnou v te´to kapitole je vy´vojove´ prostrˇedı´ TommyGun (viz [4]).
Jedna´ se o komplexnı´ na´stroj, ktery´ usnadnˇuje vy´voj prˇedevsˇı´m her pro pocˇı´tacˇ ZX Spec-
trum i jine´ 8bitove´ a 16bitove´ pocˇı´tacˇe. Je urcˇen pro vytva´rˇenı´ grafiky, zvukovy´ch efektu˚
a hudby. Obsahuje take´ specia´lnı´ pomu˚cky pro na´vrh jednotlivy´ch u´rovnı´ her.
Samotne´ vy´vojove´ prostrˇedı´ neobsahuje emula´tor (viz obra´zek 20), ale lze v neˇm
nastavit pouzˇitı´ libovolne´ho externı´ho emula´toru, ktery´ umozˇnˇuje zadat soubor k nacˇtenı´
jako parametr prˇı´kazove´ rˇa´dky. Takte´zˇ lze pouzˇı´t externı´ kompila´tor zdrojovy´ch ko´du˚
z assembleru, Basicu, C nebo C++.
Tento na´stroj ma´ veliky´ potencia´l pro vy´voja´rˇe her pro ZX Spectrum a navı´c je sˇı´rˇen
jako freeware. Zdrojove´ ko´dy vsˇak dostupne´ nejsou a jak se zda´, vy´voj stagnoval na
poslednı´ verzi 0.9.39 z kveˇtna roku 2009.
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5 Specifikace pozˇadavku˚
V na´sledujı´cı´ch podkapitola´ch jsou sepsa´ny pozˇadavky na aplikaci, ktery´ ma´ by´t im-
plementova´na. Pozˇadavky byly urcˇeny ze zada´nı´ a na za´kladeˇ konzultacı´ s vedoucı´m
diplomove´ pra´ce.
5.1 Funkcˇnı´ pozˇadavky
Funkcˇnı´ pozˇadavky zachycujı´, cˇeho ma´ by´t syste´m schopen. Tyto pozˇadavky jsou za´kla-
dem pro na´vrh syste´mu.
5.1.1 Emulace pocˇı´tacˇe
Ze zada´nı´ te´to pra´ce plyne, zˇe emula´tor ma´ umeˇt veˇrneˇ imitovat pocˇı´tacˇ ZX Spectrum a
to vcˇetneˇ zna´my´ch, avsˇak ne oficia´lneˇ dokumentovany´ch, vlastnostı´. Vlastnostmi, ktere´
nejsou oficia´lneˇ dokumentovane´ se rozumı´ prˇedevsˇı´m operacˇnı´ ko´dy instrukcı´ procesoru,
ktere´ nejsou zmı´neˇny v oficia´lnı´m manua´lu [19], ale byly zmapova´ny v [6].
Z analy´zy samotne´ho pocˇı´tacˇe (kapitola 2) da´le vyplynuly pozˇadavky na emulaci
jednotky ULA. Je potrˇeba, aby emula´tor doka´zal vykreslovat obraz, ktery´ ve skutecˇne´m
pocˇı´tacˇi vytva´rˇı´ jednotka ULA na za´kladeˇ obrazove´ oblasti pameˇti RAM. Krom obra-
zove´ho vy´stupu ULA zprostrˇedkova´va´ take´ vstup z kla´vesnice. Emula´tor tedy musı´ by´t
schopen prˇijı´mat stisky kla´ves na kla´vesnici pocˇı´tacˇe, na ktere´m emula´tor beˇzˇı´, a inter-
pretovat je jako stisky kla´ves v emulovane´m pocˇı´tacˇi.
V pocˇı´tacˇi je takte´zˇ zvukovy´ vy´stup. Pomocı´ vestaveˇne´ho reproduktoru je prˇehra´va´n
jednobitovy´ zvukovy´ signa´l generovany´ vy´stupnı´mi operacemi procesoru.
5.1.2 Nahra´va´nı´ programu˚ ze souboru
Emula´tor ma´ by´t schopen nacˇı´tat soubory s obrazem pameˇti pocˇı´tacˇe (snapshot) a take´
soubory s obsahem magnetofonove´ pa´sky (tape image). To zahrnuje zejme´na souborove´
forma´ty SNA, Z80, ZXS a SLT pro soubory typu snapshot a forma´ty TAP a TZX pro
soubory typu tape image.
Pocˇı´tacˇ disponuje zvukovy´m vstupem, ktery´ slouzˇı´ pro nahra´va´nı´ programu˚ z mag-
netofonove´ pa´sky. Emula´tor nahrazuje vstup z magnetofonu soubory typu tape image,
takzˇe musı´ by´t schopen prˇeve´st tyto soubory zpeˇt na zvukovy´ signa´l, ktery´ pak bude
prˇiva´deˇn na vstupnı´ port pocˇı´tacˇe.
5.1.3 Krokova´nı´ programu
Jednı´m ze za´kladnı´ch pozˇadavku˚ na debugger pocˇı´tacˇe je mozˇnost krokova´nı´ programu
po jednotlivy´ch instrukcı´ch. Z toho samozrˇejmeˇ plyne schopnost pozastavit beˇh emulace
na libovolnoudobu.Dalsˇı´ pozˇadovanou funkcı´, ktera´ se rˇadı´ do te´to kategorie, je vytva´rˇenı´
instrukcˇnı´ch breakpointu˚ pro u´cˇely zastavenı´ emulace prˇed vykona´nı´m instrukce na
urcˇite´ adrese.
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5.1.4 Zobrazenı´ obsahu pameˇti a registru˚
Proto, aby bylo umozˇneˇno pohodlneˇ debugovat a zkoumat ko´d programu˚, je nutne´,
aby debugger deko´doval operacˇnı´ ko´dy instrukcı´ v pameˇti pocˇı´tacˇe na za´pis v jazyce
symbolicky´ch instrukcı´. Prˇi debugova´nı´ je take´ du˚lezˇite´ sledovat obsah registru˚ procesoru.
Proto musı´ debugger zobrazovat hodnotu kazˇde´ho z nich v kazˇde´m kroku debugova´nı´.
5.2 Nefunkcˇnı´ pozˇadavky
Nefunkcˇnı´ pozˇadavky slouzˇı´ k zachycenı´ na´roku˚ na implementovany´ syste´m, ktere´ se
prˇı´mo nety´kajı´ jeho funkcı´. Jsou to pozˇadavky zameˇrˇene´ naprˇı´klad na vy´kon nebo uzˇiva-
telskou prˇı´veˇtivost.
5.2.1 Graficke´ uzˇivatelske´ rozhranı´
Celou aplikaci musı´ by´t mozˇne´ ovla´dat pomocı´ graficke´ho rozhranı´. Meˇlo by se jednat
o klasickou desktopovou aplikaci.
5.2.2 Emulace v rea´lne´m cˇase
Emula´tor ma´ by´t schopen emulovat beˇh pocˇı´tacˇe v rea´lne´m cˇase. Tento pozˇadavek je
kladen poneˇkud va´gneˇ, nebot’ nenı´ prˇesneˇ definova´no jaky´ vy´kon bude mı´t pocˇı´tacˇ,
na ktere´m bude emula´tor spousˇteˇn. Ovsˇem s ohledem na o neˇkolik rˇa´du˚ vysˇsˇı´ vy´kon
soucˇasny´ch osobnı´ch pocˇı´tacˇu˚ oproti pocˇı´tacˇi ZX Spectrum mu˚zˇe by´t pozˇadavek cha´pa´n
tak, zˇe program v emula´toru nesmı´ beˇzˇet znatelneˇ pomaleji nebo naopak rychleji nezˇ na
skutecˇne´m pocˇı´tacˇi.
5.2.3 Cı´lova´ platforma
Emula´tor je prima´rneˇ urcˇen pro operacˇnı´ syste´m Linux. Program vsˇak nema´ by´t za´visly´
na konkre´tnı´ distribuci syste´mu, ny´brzˇ by se meˇl drzˇet standardu˚ spolecˇny´ch pro veˇtsˇinu
operacˇnı´ch syste´mu˚ typu UNIX.
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6 Na´vrh emula´toru
V na´sledujı´cı´ch podkapitola´ch bude podrobneˇ rozebra´na architektura vyvı´jene´ho emula´-
toru. Na´vrh se drzˇel za´sad objektoveˇ-orientovane´ho programova´nı´, takzˇe za´kladem pro
vytvorˇenı´ architektury emula´toru byla objektova´ dekompozice architektury skutecˇne´ho
pocˇı´tacˇe. Za popisem staticke´ stra´nky syste´mu na´sledujı´ dveˇ kapitoly (6.2 a 6.3), ktere´
zachycujı´ za´sadnı´ cˇinnosti prˇi beˇhu v pocˇı´tacˇe.
6.1 Objektova´ dekompozice
Na´vrh architektury emula´toru byl proveden objektovou dekompozicı´, tedy tak, zˇe byly
identifikova´ny hlavnı´ komponenty emulovane´ho pocˇı´tacˇe, podle nichzˇ byly v syste´mu
vytvorˇeny trˇı´dy.
Prˇehled trˇı´d emula´toru a jejich za´vislosti zna´zornˇuje diagram trˇı´d na obra´zku 6. V di-
agramu jsou zakresleny vsˇechny trˇı´dy, ktere´ se u´cˇastnı´ na emulaci pocˇı´tacˇe. Z du˚vodu
prˇehlednosti zde vsˇak nenı´ uvedena trˇı´da Emulator. Jejı´ mı´sto v syste´mu a take´ u´lohy




















































Obra´zek 6: Diagram trˇı´d emula´toru
26
6.1.1 Trˇı´da Machine
Steˇzˇejnı´ cˇa´st emula´toru tvorˇı´ trˇı´da Machine, ktera´ zapouzdrˇuje cely´ pocˇı´tacˇ a ma´ za
u´kol zprostrˇedkovat interakci jednotlivy´ch komponent a take´ omezit jejich vza´jemnou
za´vislost podobneˇ jako je to u na´vrhove´ho vzoru Mediator. Uka´zalo se vsˇak, zˇe vazba
mezi procesorem a jednotkou ULA je natolik teˇsna´, zˇe pro zachova´nı´ jednoduchosti cele´
architektury je vhodneˇjsˇı´, aby mezi sebou trˇı´dy Cpu a Ulameˇly prˇı´mou vazbu.
Trˇı´da Machine uchova´va´ virtua´lnı´ cˇas v ra´mci emulace. Prˇi kazˇde´m vola´nı´ metody
step() nebo stepInstruction() je emulova´n kra´tky´ cˇasovy´ u´sek beˇhu pocˇı´tacˇe.
Aktua´lnı´ cˇas v emula´toru lze zı´skat pomocı´ metody getCurrentTime(). Podrobnosti
o pru˚beˇhu emulace jsou k nalezenı´ v kapitole 6.2.
Da´le tato trˇı´da poskytuje metodu loadSnapshot(), ktera´ slouzˇı´ pro nacˇtenı´ stavu
cele´ho pocˇı´tacˇe (prˇedevsˇı´m tedy obsah pameˇti a registru˚ procesoru) ze souboru typu
snapshot. Metoda loadRom() pak umozˇnˇuje nahra´t pouze oblast pameˇti ROM.
6.1.2 Trˇı´da Cpu
Trˇı´da Cpu obstara´va´ samotne´ vykona´va´nı´ programove´ho ko´du. Pro tento u´cˇel poskytuje
dveˇ metody step() a stepInstruction(). Zatı´mco druha´ ze zminˇovany´ch metod
vzˇdy provede jednu celou instrukci procesoru, metoda step() v prˇı´padeˇ vı´ce-bajtovy´ch
instrukcı´ zpracuje jen jeden operacˇnı´ ko´d instrukce.
Beˇhem prova´deˇnı´ instrukcı´ mu˚zˇe procesor prˇistupovat do pameˇti nebo ke vstupneˇ-
vy´stupnı´m zarˇı´zenı´m. Prˇı´stup do pameˇti je zprostrˇedkova´va´n trˇı´dou Ula, konkre´tneˇ
pak jejı´mi metodami mread() a mwrite(). Du˚vodem je prˇedevsˇı´m velmi u´zka´ vazba
mezi procesorem a jednotkou ULA, ktera´ mu˚zˇe procesoru v prˇı´padeˇ prˇı´stupu do urcˇity´ch
oblastı´ pameˇti docˇasneˇ odstavit cˇasovacı´ signa´l aprodlouzˇit takdobuprova´deˇnı´ instrukce.
Toto pozastavenı´ procesoru se prova´dı´ vola´nı´m metody wait() trˇı´dy Cpu. Vı´ce o te´to
problematice v kapitole 6.3.
K prova´deˇnı´ vstupneˇ-vy´stupnı´ch operacı´ jsou vola´ny metody pread() a pwrite()
trˇı´dy Ports, ktera´ je popsa´na v samostatne´ kapitole 6.1.5.
Metody setRegister() a getRegister() pak uzˇ jen slouzˇı´ pro prˇı´stup k reg-
istru˚m procesoru ametoda reset() k uvedenı´ procesoru do stavu, v jake´m je po zapnutı´
pocˇı´tacˇe.
6.1.3 Trˇı´da Ula
V pocˇı´tacˇi je jednotka ULA jednou z nejdu˚lezˇiteˇjsˇı´ch komponent a jinak tomu nenı´ ani
v emula´toru. Trˇı´da Ula zprostrˇedkova´va´ pro procesor prˇı´stup do pameˇti prostrˇednictvı´m
metod mread() a mwrite().
Jednotka ULA take´ v pocˇı´tacˇi generuje pozˇadavky prˇerusˇenı´ INT. Vola´nı´m metody
getIntLineState() se zı´ska´ aktua´lnı´ logicka´ hodnota na vy´stupu s prˇerusˇenı´m a ta je
trˇı´dou Machine prˇivedena na vstup prˇerusˇenı´ trˇı´dy Cpu (vı´ce v kapitole 6.2).
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Pro obrazovy´ vy´stup disponuje trˇı´da metodou renderScreen(), ktera´ do zadane´ho
obrazove´ho bufferu vykreslı´ obraz, ktery´ je u skutecˇne´ho pocˇı´tacˇe viditelny´ na televiznı´
obrazovce.
Trˇı´daUla za´rovenˇ implementuje rozhranı´PortDevice (vı´ce v kapitole 6.1.5) protozˇe
jako vstupneˇ-vy´stupnı´ zarˇı´zenı´ odpovı´da´ na portu 254 (viz te´zˇ kapitolu 2.6). Prˇes tento
port procesor mimo jine´ prˇistupuje ke kla´vesnici (trˇı´da Keyboard), magnetofonu (trˇı´da
TapeRecorder) a vnitrˇnı´mu reproduktoru (trˇı´da Speaker).
6.1.4 Trˇı´da Memory
Trˇı´da Memory ma za u´kol uchova´vat samotna´ data v pameˇti ROM a RAM pocˇı´tacˇe.
Pomocı´ metody rawRead() resp. rawWrite() je zajisˇteˇno cˇtenı´ resp. za´pis jednotlivy´ch
bajtu˚ v pameˇti. Metoda writePage() umozˇnˇuje zapsat najednou cele´ stra´nky pameˇti.
6.1.5 Trˇı´da Ports a rozhranı´ PortDevice
Vstupneˇ-vy´stupnı´ operace (konkre´tneˇ pro procesorove´ instrukce IN a OUT) zajisˇt’uje trˇı´da
Ports. Tato trˇı´da ma´ metody pread() a pwrite(), ktere´ jsou vola´ny z trˇı´dy Cpu. Prˇi
vstupneˇ-vy´stupnı´m pozˇadavku trˇı´da Ports postupneˇ prˇeda´ vola´nı´ odpovı´dajı´cı´ metodeˇ
vsˇech objektu˚, ktere´ implementujı´ rozhranı´ PortDevice a byly zaregistrova´ny metodou
Ports::connectDevice()6.
Prˇi vola´nı´ metody pread() ma´ kazˇde´ zarˇı´zenı´ mozˇnost modifikovat vy´sledna´ data.
To odpovı´da´ situaci ve skutecˇne´m pocˇı´tacˇi, kdy jsou vsˇechna zarˇı´zenı´ najednou prˇipojena
na datovou sbeˇrnici a na za´kladeˇ adresy pozˇadavku bud’to prˇivedou na vodicˇe datove´
sbeˇrnice neˇjake´ logicke´ signa´ly, nebo zu˚stanou jejich vy´stupy ve stavu vysoke´ impedance
a tak neovlivnˇujı´ signa´ly ostatnı´ch zarˇı´zenı´ na sbeˇrnici. Pokud ve skutecˇne´m pocˇı´tacˇi
odpovı´ na pozˇadavek cˇtenı´ vı´ce zarˇı´zenı´ najednou, vy´sledne´ signa´ly na datove´ sbeˇrnici
nelze prˇedpoveˇdeˇt. V emula´toru jsou data na sbeˇrnici urcˇena vzˇdy poslednı´ zarˇı´zenı´m,
ktere´ na ni zapı´sˇe.
6.1.6 Trˇı´dy Keyboard a Joystick
Trˇı´dy Keyboard a Joystick si jsou v mnohe´m podobne´. Obeˇ reprezentujı´ vstupnı´
zarˇı´zenı´ s tlacˇı´tky. Metody keyPressed() resp. keyReleased() jsou vola´ny zvencˇı´ prˇi
stisku resp. uvolneˇne´ kla´vesy na kla´vesnici cˇi joysticku.
Trˇı´da Joystick je zarˇı´zenı´m implementujı´cı´m rozhranı´ PortDevice. Podle toho,
ktera´ tlacˇı´tka joysticku jsou aktua´lneˇ stisknuta´, generuje prˇı´mo bina´rnı´ data, ktera´ jsou
posla´na prˇi vstupnı´m pozˇadavku na datovou sbeˇrnici.
Naproti tomu kla´vesnice (trˇı´da Keyboard) je v pocˇı´tacˇi prˇipojena na datovou sbeˇrnici
skrze jednotku ULA. Proto i v emula´toru nenı´ kla´vesnice zarˇı´zenı´m typu PortDevice,
ale data jsou z nı´ cˇtena trˇı´dou Ula prostrˇednictvı´m metody getKbData().
6Za´pisem ve tvaru A::B() je oznacˇova´na cˇlenska´ metoda B ve trˇı´deˇ A.
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6.1.7 Trˇı´dy TapeRecorder a Speaker
Magnetofon (trˇı´da TapeRecorder) a vnitrˇnı´ reproduktor (trˇı´da Speaker) jsou ve sve´
podstateˇ zvukovy´m vstupem resp. vy´stupem pocˇı´tacˇe, pro ktery´ jednotka ULA prova´dı´
analogoveˇ-digita´lnı´ resp. digita´lneˇ-analogovy´ jednobitovy´ prˇevod.
Trˇı´da Speaker pracuje v podstateˇ jako vy´stupnı´ buffer, ktery´ zaznamena´va´ cˇasovy´
pru˚beˇh zvukove´ho signa´lu prˇeda´vane´ho ze trˇı´dy Ula (viz te´zˇ kapitolu 2.6.3). Metodou
Speaker::setSignal() trˇı´da Ula prˇeda´va´ vy´stupnı´ data do bufferu, odkud je tento
signa´l emula´torem jizˇ posı´la´n do zvukove´ karty pocˇı´tacˇe, na ktere´m emula´tor beˇzˇı´.
Trˇı´da TapeRecorder ma´ prˇi cˇtenı´ z pa´sky naopak u´lohu vstupnı´ho bufferu. Ne-
jprve je potrˇeba otevrˇı´t soubor s obsahem pa´sky pomocı´ metody load(). Pote´ mu˚zˇe by´t
spusˇteˇno cˇi zastaveno prˇehra´va´nı´ pa´sky vola´nı´m metody play() resp. stop(). Trˇı´da
TapeRecorder udrzˇuje aktua´lnı´ pozici pa´sky, ktera´ se prˇi chodu posunuje spolecˇneˇ
s cˇasem v emula´toru. Vola´nı´m metody getSignal() je tedy vzˇdy z pa´sky obdrzˇen
signa´l v aktua´lnı´m cˇase (zı´skane´m metodou Machine::getCurrentTime()).
6.1.8 Trˇı´da Emulator a rozhranı´ EmulatorListener
Trˇı´da Emulator stojı´ v ra´mci architektury nad vsˇemi dosud zmı´neˇny´mi trˇı´dami. Jejı´
hlavnı´ u´loha je zajisˇteˇnı´ beˇhu emulace v rea´lne´m cˇase. Zatı´mco tedy trˇı´da Machine
spolecˇneˇ s ostatnı´mi drˇı´ve uvedeny´mi trˇı´dami reprezentujı´ stav emulovane´ho pocˇı´tacˇe
v urcˇite´m cˇasove´m okamzˇiku, trˇı´da Emulator zajisˇt’uje dynamiku syste´mu. Pomocı´
metod start() resp. stop() lze spustit resp. pozastavit beˇh emula´toru v rea´lne´m
cˇase.
Za´rovenˇ tato trˇı´da pouzˇı´va´ mysˇlenku na´vrhove´ho vzoru Observer Synchronization
tak, zˇe informuje o uda´lostech, ke ktery´m beˇhem emulace docha´zı´. Posluchacˇi teˇchto
uda´lostı´musı´ implementovat rozhranı´EmulatorListerner a zaregistrovat seprostrˇed-
nictvı´m metody Emulator::addListener(). Te´to konstrukce bude vyuzˇito prˇi napo-
jenı´ ja´dra emula´toru na graficke´ rozhranı´ (viz take´ kapitolu 9.1).
Emula´tor sve´ posluchacˇe (trˇı´dy implementujı´cı´ rozhranı´ EmulatorListener) mu˚zˇe
informovat o na´sledujı´cı´ch typech uda´lostı´:
∙ Registers Changed – dosˇlo ke zmeˇneˇ neˇktere´ho z registru˚
∙ Memory Changed – dosˇlo ke zmeˇneˇ v pameˇti
∙ Emulation Start – zacˇa´tek emulace v rea´lne´m cˇase
∙ Emulation Stop – konec emulace v rea´lne´m cˇase
∙ Emulation Step – krok emulace prˇi krokova´nı´
Na za´kladeˇ teˇchto uda´lostı´ posluchacˇi – budou to komponenty graficke´ho rozhranı´ –
zaktualizujı´ svoji vizua´lnı´ podobu.
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6.2 Spousˇteˇnı´ programove´ho ko´du
Programovy´ ko´d aplikacı´ pro pocˇı´tacˇ ZX Spectrum je v emula´toru spousˇteˇn po krocı´ch
vola´nı´m metody step() trˇı´dy Machine. Kazˇdy´m zavola´nı´m te´to metody se vykona´
bud’to cˇa´st nebo cela´ instrukce ko´du (prˇı´padneˇ prˇerusˇenı´) a trˇı´da Machine zaznamena´
kolik virtua´lnı´ho cˇasu bylo tı´mto krokem „spotrˇebova´no“.
Pojem virtua´lnı´ cˇasprˇedstavuje dobu, ktera´ probeˇhla v ra´mci emulace.Odpovı´da´ tomu,
jak dlouho by urcˇita´ operace trvala na skutecˇne´m stroji. Virtua´lnı´ cˇas vsˇak nemusı´ by´t
nutneˇ v souladu s cˇasem rea´lny´m. Pokud se naprˇı´klad rozhodneme emulovat s polovicˇnı´
rychlostı´ oproti skutecˇnosti, probeˇhne jedna virtua´lnı´ sekunda za dveˇ sekundy rea´lne´.
Pokud je emulace prova´deˇna v rea´lne´m cˇase, je metoda step() vola´na z cˇasovane´
smycˇky ve trˇı´deˇ Emulator. Tato trˇı´da zajisˇt’uje, aby bylo prova´deˇne´ kroky emulace
„da´vkova´ny“ v takove´m mnozˇstvı´, zˇe cˇasove´ u´seky spotrˇebovane´ho virtua´lnı´ho cˇasu
odpovı´dajı´ probeˇhle´mu rea´lne´mu cˇasu.
Prˇed kazˇdy´m krokem procesoru trˇı´da Machine zı´ska´ hodnotu signa´lu prˇerusˇenı´ INT
ze trˇı´dyUla a prˇeda´ ji trˇı´deˇCpu. Trˇı´daCpupak bud’to prova´dı´ strojovy´ ko´d, nebo zpracuje
prˇerusˇenı´, pokud o neˇj byla detekova´na zˇa´dost (INT nebo NMI).
Cely´ postup jednoho vola´nı´ metody Machine::step() je zakresleno v sekvencˇnı´m
diagramu na obra´zku 7.





5 : spotřebovaný čas





Obra´zek 7: Sekvencˇnı´ diagram kroku emulace pocˇı´tacˇe
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6.3 Prˇı´stup CPU do pameˇti
Trˇı´da Cpu do pameˇti prˇistupuje prostrˇednictvı´m trˇı´dy Ula. Deˇje se tak proto, zˇe jed-
notka ULA ma´ v pocˇı´tacˇi mozˇnost pozastavit hodinovy´ signa´l CPU prˇi soubeˇzˇne´m cˇtenı´
z videopameˇti. Prˇı´stup procesoru do obrazove´ pameˇti tak mu˚zˇe zpu˚sobit prodlouzˇenı´
doby potrˇebne´ k vykona´nı´ instrukce.
Trˇı´da Cpu tedy zavola´ metodu mread() nebo mwrite() (pro cˇtenı´ nebo za´pis) trˇı´dy
Ula a ta teprve prˇeda´ pozˇadavek trˇı´deˇ Memory, ktera´ zapouzdrˇuje data v pameˇti ROM
a RAM. Prˇitom mu˚zˇe Ula zavolat metodu Cpu::wait(), ktera´ zpu˚sobı´ prodlouzˇenı´
beˇhu CPU o pozˇadovany´ cˇasovy´ interval. Tento postup je za´sadnı´ pro prˇesnou emulaci
cˇasova´nı´ pocˇı´tacˇe.
Modelove´ situace prˇı´stupu procesoru do pameˇti beˇhemvola´nı´ metody Cpu::step()
jsou vyobrazeny v sekvencˇnı´m diagramu na obra´zku 8.
Čtení procesoru z pamětiopt
Zápis procesoru do pamětiopt








Obra´zek 8: Sekvencˇnı´ diagram prˇı´stupu procesoru do pameˇti
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7 Na´vrh debuggeru
Z pozˇadavku˚ na debugger vyplynulo, zˇe bude potrˇeba vytvorˇit subsyste´m, ktery´ umozˇnı´
z graficke´ho rozhranı´ jednodusˇe prˇistupovat k registru˚m a pameˇti pocˇı´tacˇe, bude spousˇteˇt
jednotlive´ instrukce (krokova´nı´ programu) a bude umeˇt prˇeva´deˇt strojovy´ ko´d do jazyka
symbolicky´ch instrukcı´. V na´sledujı´cı´ch podkapitola´ch jsou popsa´ny trˇı´da Debugger a
rozhranı´ DebuggerListener, ktere´ tyto na´lezˇitosti zajisˇt’ujı´.
7.1 Trˇı´da Debugger
Trˇı´da Debugger by se dala oznacˇit za jake´hosi prostrˇednı´ka mezi samotny´m emula´-
torem pocˇı´tacˇe a graficky´m rozhranı´m debuggeru. Pomocı´ metod setCpuRegister() a
getCpuRegister() je umozˇneˇn prˇı´stup k registru˚m procesoru. Pro cˇtenı´ z pameˇti pocˇı´-
tacˇe resp. za´pis do nı´ mohou by´t pouzˇity metody readMemory() a writeMemory().
Da´le ma´ trˇı´da Debuggermetodu disassembly(), ktera´ slozˇı´ k prˇevodu strojove´ho
ko´du na zadane´ adrese na textovy´ rˇeteˇzec se za´pisem instrukce v jazyce symbolicky´ch
instrukcı´.
Pro prˇida´va´nı´ resp. odebı´ranı´ breakpointu˚ slouzˇı´ metody addBreakpoint() resp.
removeBreakpoint(). Metoda isBreakpoint() pak umozˇnˇuje zjistit, zda je na dane´
adrese breakpoint nastaven. Tuto metodu bude vyuzˇı´vat emula´tor pro zjisˇteˇnı´, zda nema´
prˇerusˇit spousˇteˇnı´ programu v rea´lne´m cˇase.
Poslednı´m u´kolem trˇı´dy je informova´nı´ posluchacˇu˚ o zmeˇna´ch stavu debuggeru,
konkre´tneˇ se jedna´ o informova´nı´ o zmeˇneˇ mnozˇiny breakpointu˚. Trˇı´dy implementu-
jı´cı´ rozhranı´ DebuggerListener se mohou prˇihla´sit k prˇijmu uda´lostı´ pomocı´ metody
Debugger::addListener(). Takto bude moci naprˇı´klad graficke´ rozhranı´ transpar-
entneˇ aktualizovat vizua´lnı´ reprezentaci dat poskytovany´ch trˇı´dou Debugger. Vı´ce po-
drobnostı´ o rozhranı´ DebuggerListener v na´sledujı´cı´ kapitole 7.2.
7.2 Rozhranı´ DebuggerListener
Rozhranı´ DebuggerListener musı´ implementovat kazˇdy´ prˇı´jemce uda´lostı´ z debug-
geru. Prˇı´jemci se rozumı´ prˇedevsˇı´m komponenty graficke´ho rozhranı´, ktere´ budou aktu-
alizovat svu˚j stav podle pravidel dany´ch na´vrhovy´m vzorem Observer Synchronization.
To znamena´, zˇe zmeˇny stavu v debuggeru (potazˇmo emula´toru) jsou trˇı´dou Debugger
propagova´ny ke komponenta´m GUI, ktere´ pak zobrazı´ uzˇivateli patrˇicˇny´ vy´stup. Pokud
je neˇkterou z komponent graficke´ho rozhranı´ modifikova´n stav debuggeru, projevı´ se
tato zmeˇna ve vsˇech ostatnı´ch komponenta´ch, ktere´ jsou posluchacˇi trˇı´dy Debugger (viz
take´ kapitolu 9.1)
Rozhranı´DebuggerListenerdefinuje jediny´ typuda´losti a tou je uda´lostBreakpoints
Changed, ktera´ je vysla´na v prˇı´padeˇ, zˇe dosˇlo ke zmeˇneˇ v seznamu breakpointu˚.
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8 Implementace
Tato kapitola je veˇnova´na popisu implementace emula´toru a debuggeru. Zdrojove´ ko´dy
aplikace jsou napsa´ny v programovacı´m jazyce C++. Vesˇkery´ zdrojovy´ ko´d je k dispozici
na prˇilozˇene´m CD (viz prˇı´loha A).
Podkapitoly 8.2-8.11 obsahujı´ podrobneˇjsˇı´ popis zpu˚sobu implementace funkcı´ sys-
te´mu a take´ odu˚vodneˇnı´ podstatny´ch rozhodnutı´, ktere´ bylo beˇhem implementace ap-
likace nutno ucˇinit.
8.1 Ko´d trˇetı´ch stran
Pro implementaci byly vyuzˇity neˇktere´ knihovny trˇetı´ch stran. Tyto knihovny jsou pop-
sa´ny v na´sledujı´cı´ch podkapitola´ch 8.1.1-8.1.5. V popise prˇı´lohy A je prˇesneˇ uvedeno,
ktere´ cˇa´sti zdrojovy´ch ko´du˚ aplikace jsou pu˚vodnı´ a ktere´ byly prˇevzaty.
8.1.1 Knihovna z80ex
Knihovna z80ex[18] je implementacı´ emula´toru procesoru Zilog Z80 v jazyce C. Tato kni-
hovna vznikla pu˚vodneˇ separacı´ ko´du pro emulaci procesoru z emula´toru FUSE. Cı´lem
bylo vytvorˇit samostatnou knihovnu emulujı´cı´ procesor, ktera´ bude snadno pouzˇitelna´
v jiny´ch aplikacı´ch a prˇitom bude prˇesneˇ emulovat vesˇkere´ instrukce procesoru (vcˇetneˇ
teˇch, ktere´ nejsou oficia´lneˇ zdokumentova´ny) a take´ prˇesneˇ zachova´ jejich cˇasova´nı´.
Soucˇa´stı´ knihovny je take´ podpora disassemblova´nı´. Umozˇnˇuje tedy prˇeve´st operacˇnı´
ko´dy instrukcı´ procesoru do jazyka symbolicky´ch instrukcı´.
Knihovna je sˇı´rˇena jako open-source pod licencı´ GNU GPL verze 2. Knihovna nenı´
beˇzˇneˇ distribuova´na v bina´rnı´ podobeˇ, a proto je jejı´ zdrojovy´ ko´d zahrnut v ko´du diplo-
move´ pra´ce. Pouzˇita je knihovna ve verzi 1.1.19.
8.1.2 Knihovna libspectrum
Knihovna libspectrum[8] je podpu˚rnou knihovnou, ktera´ ma´ usnadnit pra´ci s nejcˇasteˇjsˇı´mi
souborovy´mi forma´ty, ktere´ pouzˇı´vajı´ emula´tory pocˇı´tacˇe ZX Spectrum. Podporuje jak
nacˇı´ta´nı´ souboru˚ s obrazem pameˇti pocˇı´tacˇe (snapshot), tak i se soubory s obsahem
magnetofonove´ pa´sky (tape image).
Seznam souborovy´ch forma´tu˚ podporovany´ch touto knihovnou zahrnuje:
∙ Snapshot: .z80, .szx, .sna., .zxs, .sp., .snp, +D snapshots
∙ Tape image: .tzx, .tap, .spc, .sta, .ltp, Warajevo .tap, Z80Em, CSW version 1, .wav
Knihovna je sˇı´rˇena jako open-source pod licencı´ GNU GPL verze 2 v ra´mci projektu
FUSE. Jejı´ bina´rnı´ verze je dostupna´ ve veˇtsˇineˇ nejrozsˇı´rˇeneˇjsˇı´ch distribucı´ch syste´mu
Unix. V diplomove´ pra´ci je pouzˇita verze knihovny 1.0.0.
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8.1.3 Knihovna PortAudio
Pro mozˇnost zvukove´ho vy´stupu v emula´toru byla pouzˇita knihovna PortAudio[9]. Tato
multiplatformnı´ open-source knihovna poskytuje pomeˇrneˇ jednoduche´ rozhranı´, ktere´
aplikacı´m zajisˇt’uje jednotny´ prˇı´stup k zarˇı´zenı´m pro zpracova´nı´ zvuku v pocˇı´tacˇi.
Knihovna je sˇı´rˇena jako open-source pod licencı´ MIT. Jejı´ bina´rnı´ verze je dostupna´ ve
veˇtsˇineˇ nejrozsˇı´rˇeneˇjsˇı´ch distribucı´ch syste´mu Unix. V diplomove´ pra´ci je pouzˇita verze
knihovny 19.
8.1.4 Knihovna wxWidgets
KnihovnawxWidgets[17] je rozsa´hloumultiplatformnı´ knihovnounapsanou v jazyceC++,
ktera´ poskytuje za´kladnı´ elementy (tzv. widgety) pro tvorbu graficky´ch uzˇivatelsky´ch
rozhranı´. Jednı´m z podstatny´ch rysu˚ te´to knihovny je, zˇe nema´ vlastnı´ graficky´ vzhled
jednotlivy´ch elementu˚ uzˇivatelske´ho rozhranı´, ale vyuzˇı´va´ nativnı´ch graficky´ch prvku˚
dane´ platformy. To znamena´, zˇe aplikace bude vzˇdy vypadat tak, jako by byla napro-
gramova´na pro graficke´ rozhranı´ platformy, na ktere´ je spousˇteˇna.
Knihovna je sˇı´rˇena jako open-source pod licencı´ wxWindows Library Licence. Jejı´
bina´rnı´ verze je dostupna´ jak ve veˇtsˇineˇ nejrozsˇı´rˇeneˇjsˇı´ch distribucı´ch syste´mu Unix, tak
i pro syste´my Windows. V diplomove´ pra´ci je pouzˇita knihovna ve verzi 2.8.12.
8.1.5 Komponenta HexEditorCtrl
HexEditorCtrl je grafickou komponentou urcˇenou pro knihovnu wxWidgets. Nenı´ vsˇak
jejı´ standardnı´ soucˇa´stı´, ny´brzˇ vznikla v ra´mci aplikace wxHexEditor[15]. Tento graficky´
prvek je pouzˇit v graficke´m rozhranı´ debuggeru pro hexadecima´lnı´ zobrazova´nı´ a editaci
obsahu pameˇti pocˇı´tacˇe.
Aplikace wxHexEditor je dostupna´ jako open-source pod licencı´ GNU GPL verze 2.
Jelikozˇ je v diplomove´ pra´ci pouzˇita pouze komponenta HexEditorCtrl, je distribuova´na
jako soucˇa´st zdrojovy´ch ko´du˚ diplomove´ pra´ce. Zdrojovy´ ko´d te´to komponenty pocha´zı´
z reposita´rˇe aplikace[16], konkre´tneˇ se jedna´ o revizi cˇı´slo 303.
8.2 Emulace procesoru
Pro emulaci procesoru je vyuzˇı´va´no knihovny z80ex, ktera´ poskytuje nı´zkou´rovnˇovou
implementaci emula´toru procesoru Zilog Z80. K volbeˇ te´to knihovny dosˇlo prˇedevsˇı´m
proto, zˇe za jejı´mi zdrojovy´mi ko´dy je neˇkolik let vy´voje, optimalizace a ladeˇnı´ chyb
rˇadou vy´voja´rˇu˚. Vytvorˇenı´ vlastnı´ implementace emula´toru procesoru by s ohledem na
mnozˇstvı´ dokumentovany´ch i nedokumentovany´ch vlastnostı´ procesoru a cˇasovy´ rozsah
pra´ce nevedlo k takove´ prˇesnosti emulace, jake´ je dosazˇeno pra´veˇ pouzˇitı´m te´to knihovny.
Trˇı´da Cpu v syste´mu tedy zapouzdrˇuje funkce poskytovane´ knihovnou z80ex. V tab-
ulce 10 je uvedeno, jak si odpovı´dajı´ jednotlive´ metody trˇı´dy Cpu a funkce knihovny
z80ex. Funkce cb mread(), cb mwrite(), cb pread() a cb pwrite() jsou tzv. call-
back funkce, cozˇ znamena´, zˇe implementova´ny jsou v trˇı´deˇ Cpu, ale vola´ny jsou zevnitrˇ
knihovny z80ex.
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Metoda trˇı´dy Cpu Funkce knihovny z80ex
getRegister() z80ex get reg()
setRegister() z80ex set reg()
mread() / mwrite() cb mread() / cb mwrite()
pread() / pwrite() cb pread() / cb pwrite()
wait() z80ex w states()
Tabulka 10: Implementace metod trˇı´dy Cpu funkcemi knihovny z80ex
Metoda Cpu::step() vnitrˇneˇ pro spousˇteˇnı´ instrukcı´ procesorem vola´ knihovnı´
funkci z80ex step(). Samotna´ funkce z80ex step() se vsˇak nestara´ o prˇerusˇenı´ pro-
cesoru. Pozˇadavky o prˇerusˇenı´ jsou detekova´ny v metodeˇ Cpu::step() na za´kladeˇ
aktua´lnı´ a minule´ hodnoty na vstupu prˇerusˇenı´ INT resp. NMI. Pokud je pozˇadavek
na prˇerusˇenı´ detekova´n, je pro zpracova´nı´ prˇerusˇenı´ zavola´na patrˇicˇna´ knihovnı´ funkce
z80ex int() cˇi z80ex nmi().
8.3 Nahra´va´nı´ obrazu pameˇti pocˇı´tacˇe
Nacˇı´ta´nı´ souboru˚ typu snapshot, neboli souboru˚ s ulozˇeny´m stavem pocˇı´tacˇe, zasta´va´
v emula´torumetoda Machine::loadSnapshot(). Metodeˇ se prˇeda´ cesta k souboru na
disku a ona jizˇ sama nacˇte obsah souboru a prˇeda´ jej knihovneˇ libspectrumprostrˇednictvı´m
funkce libspectrum snap read(). Na´sledneˇ se pomocı´ funkcı´ s na´zvem ve tvaru
libspectrum snap <registr>() nacˇtou hodnoty jednotlivy´ch registru˚ a nastavı´ se
do procesoru metodou Cpu::setRegister().
Obsah pameˇti je pak nacˇı´ta´n po jednotlivy´ch stra´nka´ch vola´nı´m knihovnı´ch funkcı´
libspectrum snap roms() a libspectrum snap pages() a na´sledneˇ zapsa´n do
pameˇti pocˇı´tacˇe metodou Memory::writePage(). Trˇı´da Machine ma´ jesˇteˇ metodu
loadRom(), ktera´ je urcˇena specia´lneˇ pro nacˇtenı´ pouze obrazu oblasti pameˇti ROM.
Tato metoda pracuje se vstupnı´m souborem jako se surovy´mi daty.
8.4 Nacˇı´ta´nı´ programu z magnetofonu
Trˇı´da TapeRecorder se stara´ o nacˇı´ta´nı´ programu˚ ze souboru˚ typu tape image. Nejprve
je nutne´ obsah pa´sky nacˇı´st vola´nı´mmetodyload(). Tatometoda vnitrˇneˇ vyuzˇı´va´ funkci
libspectrum tape read() knihovny libspectrum.
Pro zı´ska´va´nı´ obsahu pa´sky pak slouzˇı´ metoda TapeRecorder::getSignal().
Ta vracı´ hladinu signa´lu aktua´lnı´ pozici pa´sky. Vnitrˇneˇ se data cˇtou knihovnı´ funkcı´
libspectrum tape get next edge().
Prˇehra´va´nı´ pa´sky se spousˇtı´ vola´nı´m metody TapeRecorder::play(). To zajistı´,
zˇe je pozice na pa´sce postupneˇ zvysˇova´na podle cˇasu v emula´toru zı´skane´ho metodou
Machine::getCurrentTime(). Metodou TapeRecorder::stop() lze prˇehra´va´nı´
zase zastavit. Vola´nı´m metody TapeRecorder::getPosition() lze zı´skat aktua´lnı´
pozici na pa´sce jako dobu v T-states od zacˇa´tku pa´sky.
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8.5 Vykreslova´nı´ obrazu
Obrazovy´ vy´stup je v emula´toru generova´n metodou Ula::renderScreen(). Tato
metoda naplnı´ do zadane´ho bufferu data jednotlivy´ch bodu˚ obrazu ve forma´tu RGB.
Konkre´tneˇ je obraz ulozˇen po rˇa´dcı´ch (pocˇı´naje levy´m hornı´m rohem), kdy kazˇdy´ obra-
zovy´ bod zabı´ra´ 32 bitu˚. V nejnizˇsˇı´m bajtu tohoto cˇı´sla je ulozˇena modra´ barevna´ slozˇka,
pote´ zelena´ a ve trˇetı´m bajtu cˇervena´. Nejvysˇsˇı´ bajt cˇı´sla zu˚sta´va´ nevyuzˇit a je nastaven
na nulu.
Do bufferu je vykresleno celkem 352x288 obrazovy´ch bodu˚, cozˇ odpovı´da´ obrazu
o rozlisˇenı´ 256x192 bodu˚ s okrajem (border) o sˇı´rˇce 48 bodu˚ z kazˇde´ ze cˇtyrˇ stran. Za´rovenˇ
tato metoda obstara´va´ blika´nı´ obrazovy´ch bloku˚ s prˇı´znakem FLASH a to tak, zˇe dle
aktua´lnı´ho cˇasu v emula´toru strˇı´da´ prˇi vykreslova´nı´ s periodou 32 pu˚lsnı´mku˚ barvu
kresby a barvu pozadı´.
Na vykreslova´nı´ obrazu je nejkomplikovaneˇjsˇı´ zpu˚sob, jaky´m je pro urcˇity´ bod v obra-
zove´m bufferu emula´toru zı´ska´me obrazova´ data z pameˇti pocˇı´tacˇe (viz te´zˇ kapitolu 2.5).
Tento postup je popsa´n na´sledujı´cı´m pseudoko´dem7:
for (y = 0 ... 191)
{
for (x = 0 ... 255)
{
tretina = y / 64;
linka = y mod 8;
radekVeTretine = (y / 8) mod 8;
radek = y / 8;
sloupec = x / 8;
body adresa = 0x4000 + (tretina << 11) + (linka << 8) + (radekVeTretine << 5) + sloupec;
barva adresa = 0x5B00 + radek << 5 + sloupec;
...
// vypocet barvy bodu
...
buffer [x + 48][y + 48] = barva bodu
}
}
Metoda renderScreen() se vola´ z metody EmulatorView::OnPaint() vzˇdy prˇi
prˇekreslenı´ komponenty panel v graficke´m rozhranı´ aplikace (GUI aplikace je veˇnova´na
samostatna´ kapitola 9).
8.6 Prˇesne´ cˇasova´nı´ pameˇt’ovy´ch a vstupneˇ-vy´stupnı´ch operacı´
V kapitole 2.1 bylo zmı´neˇno, zˇe jednotka ULA ma´ mozˇnost pozastavit cˇinnost procesoru
odstavenı´m hodinove´ho signa´lu CLK a take´ se tak deˇje. Jelikozˇ datova´ i adresnı´ sbeˇr-
nice pocˇı´tacˇe je sdı´lena´ mezi jednotkou ULA a procesorem, docha´zı´ k prodlouzˇenı´ doby
7Poznamenejme, zˇe vsˇechna deˇlenı´ jsou celocˇı´selna´, za´pis 𝑎 𝑚𝑜𝑑 𝑛 znacˇı´ zbytek po deˇlenı´ cˇı´sla 𝑎 cˇı´slem
𝑛 a operace 𝑎 << 𝑛 je bina´rnı´m posuvem bitu˚ cˇı´sla 𝑎 o 𝑛 bitu˚ vlevo.
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spousˇteˇnı´ instrukcı´ procesoru prˇi cˇtenı´ z pameˇti nebo prˇı´stupu k vstupneˇ-vy´stupnı´m
zarˇı´zenı´m.
Implementace te´to funkcionality je provedena ve trˇı´deˇ Ula. Prˇi kazˇde´m pameˇt’ove´m
pozˇadavku mread() nebo mwrite() je vola´na metoda contendedMemoryDelay().
Ta na za´kladeˇ adresy v pameˇti, do ktere´ procesor prˇistupuje a aktua´lnı´ho cˇasu v emula´-
toru, ktery´ ubeˇhl od poslednı´ho prˇerusˇenı´ INT, urcˇı´ o kolik T-states bude prodlouzˇeno
vykona´va´nı´ aktua´lnı´ instrukce a na´sledneˇ zavola´ metodu Cpu::wait().
Obdobneˇ funguje i zpozˇdeˇnı´ vstupneˇ-vy´stupnı´ch operacı´. Pouze s tı´m rozdı´lem, zˇe je
pouzˇita metoda contendedPortDelay(), ktera´ obstara´va´ vy´pocˇet doby zpozˇdeˇnı´ pro
vstupneˇ-vy´stupnı´ operace. Toto zpozˇdeˇnı´ se totizˇ lisˇı´ od zpozˇdeˇnı´ operacı´ pameˇt’ovy´ch.
Objasneˇnı´ konkre´tnı´ch podrobnostı´ o zpozˇdeˇnı´ pameˇt’ovy´ch a vstupneˇ-vy´stupnı´ch
operacı´ nenı´ na´plnı´ te´to pra´ce. Prˇi implementaci bylo cˇerpa´no z rozsa´hle´ho popisu v odd-
ı´lech Contended Memory a Contended Input/Output v [14].
8.7 Emulace v rea´lne´m cˇase
Pro beˇh emula´toru v rea´lne´m cˇase je za´sadnı´, aby v kazˇde´m okamzˇiku cˇas, ktery´ probeˇhl
v ra´mci emulace odpovı´dal skutecˇne´mu cˇasu. Aktua´lnı´ cˇas v ra´mci emulace udrzˇuje
trˇı´da Machine a lze jej zı´skat vola´nı´m metody getCurrentTime(). Cˇas, ktery´ tato
metoda vracı´ je v jednotka´ch hodinovy´ch cyklu˚ procesoru – T-states. Tato granularita je
pro vsˇechny u´cˇely dostacˇujı´cı´ a prˇi pouzˇitı´ 64bitove´ho cˇı´sla pro ulozˇenı´ tohoto cˇasu nenı´
rea´lna´ nouze, zˇe by byl rozsah cˇı´sla prˇesazˇen8.
Jako zdroj rea´lne´ho cˇasu slouzˇı´ komponenta wxStopWatch z knihovny wxWidgets.
Tato komponenta doka´zˇe zaznamena´vat kolik skutecˇne´ho cˇasu uplynulo mezi dveˇma
vola´nı´mi jejı´ch metod Start() a Pause(). Da´le je pouzˇita komponenta wxTimer, ktera´
zase umozˇnˇuje vola´nı´ urcˇite´ metody v pravidelny´ch cˇasovy´ch intervalech.
Cela´ emulace je prova´deˇna „po da´vka´ch“, kdy komponenta wxTimer pravidelneˇ
s periodou 20 𝑚𝑠 vola´ metodu Clock::OnTimer(). V te´to metodeˇ je zavola´na metoda
Emulator::runUntil(), ktere´ je parametrem prˇeda´n skutecˇny´ cˇas v milisekunda´ch
zı´skany´ z metody Clock::getTime(). Metoda runUntil() pak ve smycˇce prova´dı´
kroky emulace pocˇı´tacˇe vola´nı´m Machine::step(), dokud aktua´lnı´ cˇas v ra´mci emula´-
toru nedorovna´ zadany´ skutecˇny´ cˇas.
Perioda 20𝑚𝑠 pro da´vkova´nı´ emulace byla zvolena na za´kladeˇ toho, zˇe je dostatecˇna´
z hlediska odezvy na uzˇivatelske´ vstupy z kla´vesnice nebo joysticku. Za´rovenˇ je to prˇesneˇ
perioda, v jake´ probı´ha´ na skutecˇne´m pocˇı´tacˇi vykreslova´nı´ obrazovy´ch snı´mku˚ (resp.
pu˚lsnı´mku˚) na televiznı´ obrazovku.
8.8 Prˇehra´va´nı´ zvuku
Prˇehra´va´nı´ zvuku v emula´toru obstara´va´ trˇı´da Speaker. V pocˇı´tacˇi ZX Spectrum je
vestaveˇn reproduktor, ktery´ vyda´va´ zvuk generovany´ zmeˇnami bitu 3 a 4 vy´stupnı´ho
portu cˇ. 254 (detailneˇji v kapitole 2.6.3).
8Cˇı´slo o rozsahu 64bitu˚ doka´zˇe pro 3,5 milionu cyklu˚ procesoru za vterˇinu (3, 5 𝑀𝐻𝑧) zachytit cˇasovy´
rozsah neˇkolika desı´tek tisı´c let.
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V emula´toru zachycuje vy´stupnı´ pozˇadavky na port 254 trˇı´da Ula a prˇeda´va´ zvukovy´
signa´l trˇı´deˇ Speaker prostrˇednictvı´mmetody Speaker::setSignal(). Tyto hodnoty
si trˇı´da Speaker (spolecˇneˇ s cˇasem, ve ktery´ nastaly) ukla´da´ do bufferu soundBuffer
k na´sledne´mu zpracova´nı´.
Pro samotny´ zvukovy´ vy´stup na zvukovou kartu emula´toru slouzˇı´ knihovna Por-
tAudio. Prostrˇednictvı´m funkce Pa OpenStream() se nejprve otevrˇe vy´stupnı´ kana´l
pro prˇehra´va´nı´ zvuku. Prˇitom se zaregistruje metoda Speaker::paCallback() jako
obsluzˇna´ rutina pro naplnˇova´nı´ zı´ska´nı´ zvukovy´ch snı´mku˚ pro zvukovou kartu. Po za-
vola´nı´ funkce Pa StartStream() zacˇne knihovna v nove´m vla´kneˇ v pomeˇrneˇ rychle´m
sledu volat metodu Speaker::paCallback(), ktera´ vzˇdy na za´kladeˇ u´rovnı´ signa´lu˚
drˇı´ve ulozˇeny´ch v bufferu soundBuffer plnit zvukove´ snı´mky do vy´stupnı´ho bufferu
outputBuffer knihovny PortAudio.
Kvu˚li zpu˚sobu jaky´m je prova´deˇna emulace v rea´lne´m cˇase (viz kapitola 8.7) je nutne´
zave´st u zvuku jiste´ zpozˇdeˇnı´. Beˇh emula´toru probı´ha´ po da´vka´ch o de´lce 20𝑚𝑠, takzˇe i
zvukova´ data jsou dostupna´ po da´vka´ch vzˇdy zpeˇtneˇ za 20 𝑚𝑠. Aby byla zvukova´ data
dostupna´ pru˚beˇzˇneˇ, je nutne´ prˇehra´vat zvuk opozˇdeˇny´ alesponˇ o de´lku da´vky zpracov-
a´nı´, tedy 20 𝑚𝑠. Beˇhem implementace bylo vsˇak zjisˇteˇno, zˇe pro plynulou reprodukci
zvuku je potrˇeba nastavit zpozˇdeˇnı´ zvuku azˇ na hodnotu okolo 500 milisekund. Ani
podrobny´m ladeˇnı´m se nepodarˇilo zjistit, ktera´ cˇa´st syste´mu je zdrojem tohoto zpozˇdeˇnı´.
Jelikozˇ by ke zvukove´mu zvukovy´m bufferu soundBuffer mohlo prˇistupovat vı´ce
vla´ken najednou, cozˇ je nezˇa´doucı´, je pro zamezenı´ soubeˇhu zavedeno vza´jemne´ vy-
loucˇenı´ pomocı´ struktury pthread mutex ze standardnı´ knihovny pthreads. Zamyka´nı´
mutexu se prova´dı´ v metoda´ch setSignal() a paCallback() trˇı´dy Speaker.
8.9 Emulace joysticku
Emulace joysticku pracuje na dvou u´rovnı´ch. V ra´mci trˇı´dy Emulator je vytvorˇena
instance trˇı´dy Joystick, ktera´ implementuje rozhranı´ PortDevice. Tento objekt je
prˇipojen k pocˇı´tacˇi metodou Ports::connectDevice().
Pro zachyta´va´nı´ stisku˚ kla´ves ze skutecˇne´ho joysticku (prˇipojene´mu k pocˇı´tacˇi, na
ktere´m beˇzˇı´ emula´tor) je pouzˇita komponenta wxJoystick. Tato komponenta je volitel-
nou soucˇa´stı´ knihovny wxWidgets. Zda je knihovna wxWidgets zkompilova´na s podporou
joysticku je zjisˇt’ova´no podle definice makra wxUSE JOYSTICK.
Komponenta wxJoystick nabı´zı´ prˇı´stup k zı´ska´va´nı´ uzˇivatelske´ho vstupu pomocı´
uda´lostı´ typu wxJoystickEvent, ktere´ jsou bud’to pravidelneˇ odesı´la´ny v prˇednas-
tavene´m intervalu nebo je uda´lost posla´ny vzˇdy, kdyzˇ je stisknuto tlacˇı´tko joysticku cˇi se
hodnota neˇktere´ z analogovy´ch os zmeˇnı´ o vı´ce nezˇ urcˇitou prˇednastavenou mez.
Bohuzˇel se prˇi implementaci uka´zalo, zˇe pouzˇita´ verze 2.8.12 knihovny wxWidgets
nejspı´sˇe kvu˚li chybne´ implementaci na platformeˇ Linux neodesı´la´ uda´losti o pohybu
analogovy´mi osami joysticku. Proto byl zvolen alternativnı´ prˇı´stup a namı´sto zachyta´va´nı´
uda´lostı´ docha´zı´ k pravidelne´mu dotazova´nı´ na stav tlacˇı´tek a os joysticku v metodeˇ
EmulatorView::OnJoystickTimer(). Metoda je vola´na s periodou 10 milisekund
z vla´kna cˇasovacˇe joystickTimer (cˇlen trˇı´dy EmulatorView).
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Zatı´mco joystick Sinclair ma´ pouze tlacˇı´tka, ktere´ poskytujı´ vy´stup v podobeˇ dvou
hodnot (stlacˇeno – nestlacˇeno), komponenta wxJoystick pouzˇı´va´ pro ovla´da´nı´ pohybu
analogove´ vstupy (a to i v prˇı´padeˇ, zˇe je k pocˇı´tacˇi prˇipojen joystick cˇi gamepad bez
analogovy´ch os). Proto se v metodeˇ EmulatorView::OnJoystickTimer() prova´dı´
prˇevod analogove´ hodnoty na dvouhodnotovou logiku. V prˇı´padeˇ, zˇe se hodnota analo-
gova´ hodnota pohybujemezi polovinoumaxima´lnı´ hodnoty a strˇedove´ (klidove´) hodnoty
osy, nenı´ tlacˇı´tko povazˇova´no za stlacˇene´. Kdyzˇ hodnota osy prˇesa´hne polovinu sve´ho
maxima (krajnı´ hodnotu lze zjistit pomocı´ metody wxJoystick::GetXMax()) smeˇrem
od centra´lnı´ polohy, je tlacˇı´tko povazˇova´no za stlacˇene´.
8.10 Disassemblova´nı´ strojove´ho ko´du
Prˇevod strojove´ho ko´du procesoru Zilog Z80 do jazyka symbolicky´ch instrukcı´ je za-
jisˇt’ova´n metodou Debugger::disassembly(). Tato metoda vnitrˇneˇ vyuzˇı´va´ funkci
z80ex dasm() z knihovny z80ex.
Tato funkce, na za´kladeˇ zadane´ adresy v pameˇti, vra´tı´ rˇeteˇzec se za´pisem instrukce
umı´steˇne´ na te´to adrese v jazyce symbolicky´ch instrukcı´. Za´rovenˇ je vra´cena take´ de´lka
(v bajtech) te´to instrukce, takzˇe je mozˇne´ postupneˇ od urcˇite´ pocˇa´tecˇnı´ adresy prˇelozˇit
cely´ obsah pameˇti.
8.11 Lokalizace
Aplikace byla vytvorˇena s podporou lokalizace. Konkre´tneˇji je tı´m mysˇlen prˇeklad vsˇech
textovy´ch rˇeteˇzcu˚ pouzˇı´vany´ch v graficke´m rozhranı´. Lokalizace je zajisˇteˇna syste´mem
gettext, ktery´ je v knihovneˇ graficke´ho rozhranı´ wxWidgets implementova´n komponentou
wxLocale.
V emula´toru je jesˇteˇ prˇed inicializacı´ hlavnı´ho okna aplikace (trˇı´da EmulatorView)
vola´na funkce InitLanguageSupport(), ktera´ zajistı´ nacˇtenı´ rˇeteˇzcu˚ ve vy´chozı´m
jazyce uzˇivatele, ktery´ aplikaci spustil. Paklizˇe nenı´ k dispozici prˇeklad v dane´m jazyce,
jsou pouzˇity origina´lnı´ textove´ rˇeteˇzce ze zdrojovy´ch ko´du˚ (v tomto prˇı´padeˇ je to an-
glicˇtina).
Ve zdrojovy´ch ko´dech jsou vesˇkere´ rˇeteˇzce urcˇene´ k prˇekladu uvozeny specia´lnı´m
znakem podtrzˇı´tko, cozˇ je makro, ktere´ zajisˇt’uje, zˇe se rˇeteˇzec za beˇhu aplikace vlozˇı´
v pozˇadovane´m jazyce. Naprˇı´klad pouzˇitı´ za´pisu (”Open file”) zpu˚sobı´, zˇe bude
cely´ vy´raz vyhodnocen jako rˇeteˇzec ”Otevrˇı´t soubor”.
Pro aplikaci aktua´lneˇ existujı´ prˇeklady do dvou jazyku˚ – cˇesˇtiny a anglicˇtiny. Zdrojove´
soubory s prˇelozˇeny´mi rˇeteˇzci majı´ prˇı´ponu .po se nacha´zı´ ve slozˇce po v korˇenove´m
adresa´rˇi se zdrojovy´mi ko´dy aplikace. Po prˇekladu aplikace se ze souboru˚ .po vytvorˇı´
jejich bina´rnı´ podoba s prˇı´ponou .mo. Tyto soubory jsou pak umı´steˇny pod na´sledujı´cı´
cestou: lang/<ko´d jazyka>/LC MESSAGES/sus107-dt.mo .
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9 Graficke´ rozhranı´
Graficke´ uzˇivatelske´ rozhranı´ aplikace postaveno nad syste´mem wxWidgets (viz take´
kapitolu 8.1.4). Na´vrh graficke´ho rozhranı´ byl vytvorˇen pomocı´ na´stroje wxGlade. Tento
na´stroj podporuje pomeˇrneˇ sˇirokou sadu prvku˚ graficke´ho rozhranı´, jako jsou vstupnı´
pole, tlacˇı´tka, menu, seznamy apod. Jednotlive´ komponenty se skla´dajı´ a vytva´rˇı´ se z nich
rozlozˇenı´ okna. Na´stroj umozˇnˇuje nastavit vy´chozı´ vlastnosti komponent a take´ zadat
na´zvy metod zpracujı´cı´ch uda´losti, ktere´ komponenty mohou vyvolat. Z cele´ho na´vrhu
lze nakonec prˇı´mo vygenerovat zdrojove´ ko´dy v jazyce C++.
Soubor s na´vrhem graficke´ho rozhranı´ v na´stroji wxGlade je k nalezenı´ pod cestou
ui/sus107-dt.wxg v korˇenove´ slozˇce se zdrojovy´mi soubory aplikace. Vygenerovane´
soubory v jazyce C++ jsou pak ulozˇeny ve slozˇce src/ui. Vygenerovane´ soubory slouzˇı´
jako jaka´si sˇablona, kterou jemozˇno da´le upravovat.Na´strojwxGladema´ vsˇak v souborech
sve´ specia´lnı´ bloky ko´du, ktere´ by nemeˇly by´t modifikova´ny, protozˇe prˇi prˇegenerova´nı´
budou prˇepsa´ny. Prˇı´klad takove´hoto bloku je uveden v na´sledujı´cı´m vy´pisu:
// begin wxGlade: EmulatorView::methods
void set properties () ;
void do layout() ;
// end wxGlade
Aplikace sesta´va´ celkem ze trˇı´ oken. Za´kladnı´m oknem emula´toru, ktere´ je otevrˇeno
po spusˇteˇnı´ aplikace, je okno EmulatorView. Dalsˇı´ dveˇ okna na´lezˇı´ debuggeru. Prvnı´
z nich – DebuggerView – je hlavnı´ okno debuggeru se ko´du v jazyce symbolicky´ch
instrukcı´ a hexadecima´lnı´ho editoru obsahu pameˇti. Poslednı´m oknem debuggeru je
okno DebuggerRegistersView, ktere´ nabı´zı´ na´hled na registry procesoru.
V na´sledujı´cı´ch podkapitola´ch budou podrobneˇji popsa´na jednotliva´ okna. Budou
tedy vyjmenova´ny a jejich hlavnı´ ovla´dacı´ prvky a take´ bude uvedeno odkud jsou cˇer-
pa´na zobrazovana´ data a jake´ akce jsou napojeny na uda´losti zası´lane´ komponentami.
Nejprve se ale v kapitole zmı´nı´me o za´kladnı´m principu, jaky´m jsou okna a komponenty
informova´ny o zmeˇna´ch dat, ktera´ zobrazujı´.
9.1 Na´vrhovy´ vzor Observer Synchronization
Pokud pozˇadujeme, aby neˇkolik oken v graficke´m rozhranı´ poskytovalo vizua´lnı´ podobu
jednoho modelu (sdı´leny´ch dat), je idea´lnı´m rˇesˇenı´m vyuzˇitı´ na´vrhove´ho vzoru Observer
Synchronization. Za´kladnı´ mysˇlenkou tohoto na´vrhove´ho vzoru je, zˇe kazˇde´ z oken je
zaregistrova´no jako posluchacˇ modelu a za´rovenˇ mu˚zˇe model modifikovat. V prˇı´padeˇ
modifikace pak model rozesˇle informaci o zmeˇneˇ svy´ch dat vsˇem posluchacˇu˚m a takto se
tato zmeˇna propaguje do vsˇech oken.
Konkre´tneˇ v emula´toru jsou modely trˇı´dy Emulator a Debugger. Posluchacˇi jsou
pak okna nebo jednotlive´ komponenty graficke´ho rozhranı´, ktere´ implementujı´ rozhranı´
EmulatorListener nebo DebuggerListener.
Na trˇı´dnı´m diagramu na obra´zku 9 je zna´zorneˇna hierarchie a vazby mezi trˇı´dami,















Obra´zek 9: Diagram trˇı´d komunikace s GUI
gramu vynecha´ny jednostranne´ asociace ze trˇı´d DebuggerHexGui, DebuggerCodeGui
a DebuggerRegistersView na trˇı´dy Emulator a Debugger.
9.2 Okno EmulatorView
Okno EmulatorView je hlavnı´m oknem emula´toru (viz obra´zek 10). Okno reaguje na
vstupy z kla´vesnice pomocı´ metod OnKeyDown() a OnKeyUp(). Pı´smena jsou mezi
skutecˇnou kla´vesnicı´ a virtua´lnı´ kla´vesnicı´ v emula´toru mapova´ny 1:1. Stejneˇ tak kla´vesa
ENTER. Cˇı´selne´ kla´vesy lze zada´vat pomocı´ numericke´ klı´vesnice. Kla´vesa CAPS SHIFT
pocˇı´tacˇe ZX Spectrum je na skutecˇne´ kla´vesnici mapova´na na kla´vesu SHIFT, kla´vesa
BREAK na mezernı´k a kla´vesa SYMBOL SHIFT na kla´vesu CTRL. Hlavnı´ okno da´le
zpracova´va´ uda´losti joysticku.
Trˇı´da EmulatorView je posluchacˇem uda´lostı´ rozhranı´ EmulatorListener. Na
za´kladeˇ uda´lostı´ Emulation Start a Emulation Stop nastavuje polozˇka´m v menu, zda majı´
by´ti aktivnı´.
Menu okna emula´toru je rozvrzˇeno na´sledovneˇ:
∙ Soubor
– Otevrˇı´t... – nacˇtenı´ souboru typu snapshot
– Konec – ukoncˇenı´ aplikace
∙ Pocˇı´tacˇ
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– Spustit – spusˇteˇnı´ emulace v rea´lne´m cˇase
– Zastavit – zastavenı´ emulace v rea´lne´m cˇase
– Resetovat – resetova´nı´ pocˇı´tacˇe
– Debugovat... – spusˇteˇnı´ debuggeru (DebuggerView)
∙ Magnetofon
– Otevrˇı´t... – otevrˇenı´ souboru typu tape image
– Prˇehra´t – spusˇteˇnı´ kazety9.
– Zastavit – zastavenı´ kazety
– Prˇetocˇit – prˇetocˇenı´ kazety na zacˇa´tek
Obra´zek 10: Diagram trˇı´d komunikace s GUI
9.3 Okno DebuggerView
OknoDebuggerView je hlavnı´moknemdebuggeru. Strˇednı´ cˇa´st okna je rozdeˇlenanadveˇ
za´lozˇky – Ko´d (DebuggerCodeGui) a Hexadecima´lnı´ DebuggerHexGui – ktere´ budou
popsa´ny v na´sledujı´cı´ch podkapitola´ch.
9Pro nahra´nı´ obsahu pa´sky do pocˇı´tacˇe je nutne´ v pocˇı´tacˇi v rozhranı´ BASIC zadat prˇı´kaz LOAD ””.
V za´vislosti na pozˇite´ ROM je tento prˇı´kaz mozˇne´ zapsat bud’to jako sekvenci stisku˚ kla´ves J, CTRL+P,
CTRL+P, ENTER, nebo jako L, O, A, D, mezernı´k, CTRL+P, CTRL+P, ENTER.
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Podobneˇ jako u okna EmulatorView i trˇı´da DebuggerView nasloucha´ uda´lostem
rozhranı´ EmulatorListener a podle nich nastavuje polozˇka´m v menu a na´strojove´
lisˇteˇ, zda jsou aktivnı´ cˇi nikoliv.
V hornı´ cˇa´sti okna je menu a pod nı´m na´strojova´ lisˇta. Polozˇky menu jsou na´sledujı´cı´:
∙ U´pravy
– Jı´t na adresu... – otevrˇe dialog s mozˇnostı´ zada´nı´ adresy pro prˇesun kurzoru
∙ Zobrazit
– Registry... – zobrazı´ okno Registry (DebuggerRegistersView)
∙ Debugger
– Pokracˇovat – spusˇteˇnı´ emulace v rea´lne´m cˇase
– Pozastavit – zastavenı´ emulace v rea´lne´m cˇase
– Instrukcˇnı´ krok – provedenı´ jedne´ instrukce
Na´strojova´ lisˇta obsahuje v podstateˇ totozˇne´ akce, azˇ na tlacˇı´tko s na´pisem „PC“, ktere´
posouva´ kurzor na adresu aktua´lneˇ prova´deˇne´ instrukce dle registru PC.
9.3.1 Komponenta DebuggerCodeGui
Komponenta DebuggerCodeGui se nacha´zı´ v prvnı´ za´lozˇce hlavnı´ho okna debuggeru
(viz obra´zek 11). Tato komponenta slouzˇı´ pro zobrazenı´ obsahu pameˇti prˇelozˇene´ho do
jazyka symbolicky´ch instrukcı´.
Komponenta implementuje jednak rozhranı´ EmulatorListener, ale take´ rozhranı´
DebuggerListener. Z uda´lostı´ rozhranı´ EmulatorListener reaguje na vsˇechny typy
uda´lostı´, aby dosˇlo k aktualizaci jak prˇi zmeˇneˇ registru˚ (kvu˚li PC) a prˇi zmeˇneˇ pameˇti,
tak i prˇi spusˇteˇnı´ nebo zastavenı´ emulace a instrukcˇnı´m kroku. Komponenta nasloucha´
take´ uda´losti Breakpoints Changed rozhranı´ EmulatorListener, kvu˚li zobrazova´nı´ ikon
na adresa´ch oznacˇeny´ch breakpointem.
Dvojity´m kliknutı´m na obsah bunˇky ve sloupci data je mozˇne´ editovat hexadecima´lnı´
za´pis instrukce. Dvojite´ kliknutı´ do mı´sta vlevo od adresy instrukce prˇepne (prˇida´ nebo
odstranı´) instrukcˇnı´ breakpoint na dane´ adrese. Stejnou akci lze prove´st prˇes polozˇku
Prˇepnout breakpoint v kontextove´m menu, ktere´ se otevı´ra´ kliknutı´m pravy´m tlacˇı´tkem.
Pomocı´ druhe´ volby kontextove´ho menu – Oznacˇit v hexadecima´lnı´m zobrazenı´ – dojde
k oznacˇenı´ bajtu˚ v za´lozˇce Hexadecima´lnı´, ktere´ na´lezˇı´ aktua´lneˇ oznacˇeny´m instrukcı´m
ko´du.
9.3.2 Komponenta DebuggerHexGui
Komponenta DebuggerHexGui se nacha´zı´ ve druhe´ za´lozˇce okna debuggeru. Tato kom-
ponenta slouzˇı´ pro editaci hexadecima´lnı´ch dat v pameˇti pocˇı´tacˇe. Nasloucha´ prˇitom
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Obra´zek 11: Okno debuggeru se zobrazenou za´lozˇkou DebuggerCodeGui
pouze uda´lostem Memory Changed, Emulation Stop a Emulation Step. Tato komponenta je
zalozˇena na komponenteˇ trˇetı´ strany HexEditorCtrl (viz kapitola 8.1.5).
V kontextove´m menu, aktivovany´m pravy´m tlacˇı´tkem mysˇi, jsou k nalezenı´ akce pro
zkopı´rova´nı´ oznacˇeny´ch dat do schra´nky a vkla´da´nı´ ze schra´nky. Pokud je prˇi vkla´da´nı´
vybra´na urcˇita´ oblast a ta je kratsˇı´ nezˇ data ve schra´nce, prˇi vlozˇenı´ se prˇepı´sˇe obsahem
stra´nky jen oznacˇena´ oblast.
Dalsˇı´ funkcı´ kontextove´ho menu je export vybrane´ cˇa´sti dat do souboru. Vy´beˇrem
polozˇkyUlozˇit jako soubor... je uzˇivatel vyzva´n k zada´nı´ cı´love´ho souboru, do ktere´ho majı´
by´t data ulozˇena.
Poslednı´ polozˇkou kontextove´ho menu je mozˇne´ oznacˇit vybrane´ adresy jako in-
strukce v za´lozˇce Ko´d (DebuggerCodeView).
9.4 Okno DebuggerRegistersView
OknoDebuggerRegistersView slouzˇı´ kmanipulaci s registry procesoru.Dovstupnı´ch
polı´ je mozˇne´ zada´vat hexadecima´lnı´ hodnoty a potvrzenı´m kla´vesou ENTER dojde
k ulozˇenı´ modifikovane´ hodnoty do registru procesoru.
Toto okno tedy nasloucha´ uda´lostem Registers Chnaged, Emulator Stop a Emulator Step
rozhranı´ EmulatorListener pro u´cˇely aktualizace zobrazenı´ registru˚.
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Obra´zek 12: Okno debuggeru se zobrazenou za´lozˇkou DebuggerHexGui
Spodnı´ cˇa´st okna (viz obra´zek 13) zobrazuje registr prˇı´znaku˚ jako jednotlive´ bity,
jejichzˇ hodnotu lze kliknutı´m zmeˇnit.
Obra´zek 13: Okno debuggeru s obsahem registru˚ procesoru
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10 Testova´nı´
Prooveˇrˇova´nı´ funkcˇnosti emula´torubylyprova´deˇnydvadruhy testu˚. Prvnı´ kategoriı´ byly
testy subjektivnı´, ktere´ slouzˇily k odhalenı´ snadno viditelny´ch chyb. Druhou kategoriı´
byly testy pomocı´ specia´lnı´ch programu˚ pro pocˇı´tacˇ ZX Spectrum, ktere´ majı´ za u´kol
du˚kladneˇ proveˇrˇit prˇesnost emulace.
10.1 Subjektivnı´ testova´nı´
Pro testova´nı´ emula´toru byly prova´deˇny subjektivnı´ uzˇivatelske´ testy, kdy bylo na´hodneˇ
vybra´no neˇkolik programu˚, ktere´ byly postupneˇ spousˇteˇny v emula´toru a na skutecˇne´m
exempla´rˇi pocˇı´tacˇe ZX Spectrum 48K. Tyto testy pomohly odhalit mimo jine´ to, zˇe pro-
gramy v emula´toru beˇzˇı´ prˇiblizˇneˇ o 7% rychleji nezˇ na skutecˇne´m stroji. Tato odchylka je
prˇipisova´na nedokonale´ emulaci zpozˇdeˇnı´ procesoru prˇi prˇı´stupu do pameˇti a prova´deˇnı´
vstupneˇ-vy´stupnı´ch operacı´ (viz kapitola 8.6). Vy´sledky testu˚ specia´lnı´mi aplikacemi tuto
domneˇnku cˇa´stecˇneˇ potvrzujı´ (viz na´sledujı´cı´ kapitolu 10.2).
Dalsˇı´ zjevny´ rozdı´l mezi emula´torem skutecˇny´m pocˇı´tacˇem byl objeven prˇi nahra´va´nı´
programu˚ z magnetofonove´ pa´sky. Zatı´mco u skutecˇne´ho pocˇı´tacˇe lze beˇhem nahra´va´nı´
z pa´sky na televiznı´ obrazovce sledovat na okrajı´ch pohybujı´cı´ se barevne´ pruhy, v emula´-
toru okraj pouze poblika´va´. Efekt barevny´ch pruhu˚ na obrazovce televizoru je zpu˚soben
tı´m, zˇe prˇi nacˇı´ta´nı´ dat z pa´sky docha´zı´ k velmi rychle´mu prˇepı´na´nı´ barev okraje obra-
zovky. Toto prˇepı´na´nı´ je tak rychle´, zˇe paprsek vykreslujı´cı´ obraz v televizoru stacˇı´ za tuto
dobu ubeˇhnout jen neˇkolik rˇa´dku˚. Proto jsou na obrazovce viditelne´ tyto pruhy. Naproti
tomu v emula´toru je vykreslova´nı´ okraje obrazovky prova´deˇno najednou jedinou barvou.
10.2 Specia´lnı´ testovacı´ aplikace
Pro podrobne´ testova´nı´ prˇesnosti emulace pocˇı´tacˇe ZX Spectrum existujı´ specia´lnı´ testo-
vacı´ programy. Na webove´ stra´nce [1] jsou dostupne´ neˇktere´ z nich spolecˇneˇ s online
referencˇnı´ implementacı´ emula´toru pocˇı´tacˇe.
Byly provedeny testy fusetest, contention a iocontention. Vy´sledky teˇchto testu˚ jsou
zachycenyna obra´zcı´ch vna´sledujı´cı´ch podkapitola´ch.Vlevo je vzˇdyvy´stupna obrazovce
emula´toru, ktery´ byl vytvorˇen v ra´mci diplomove´ pra´ce a vpravo je pro srovna´nı´ snı´mek
z referencˇnı´ho emula´toru Qaop.
10.2.1 Test contention
Tento test ma´ za u´kol proveˇrˇit spra´vnou emulaci zpozˇdeˇnı´ procesoru vlivem soubeˇzˇne´ho
prˇı´stupu do pameˇti procesorem a jednotkou ULA. Podle shody obsahu obou obrazovek
na obra´zku 14 je patrne´, zˇe test probeˇhl stejneˇ jak na testovane´m emula´toru (vlevo), tak
na emula´toru referencˇnı´m (vpravo).
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Obra´zek 14: Vy´sledky testu contention
10.2.2 Test iocontention
Test iocontention ma´ proveˇrˇit spra´vnou emulaci zpozˇdeˇnı´ procesoru vlivem soubeˇzˇny´ch
vstupneˇ-vy´stupnı´ch operacı´ procesoru a jednotky ULA. Z obra´zku 15 je patrne´, zˇe rovneˇzˇ
druhy´ test probeˇhl u´speˇsˇneˇ, nebot’ testovacı´ vy´stupy na testovane´m emula´toru (vlevo)
a na emula´toru referencˇnı´m (vpravo) jsou totozˇne´.
Obra´zek 15: Vy´sledky testu iocontention
10.2.3 Test fusetest
Poslednı´ test – fusetest – se take´ soustrˇedı´ na zpozˇdeˇnı´ procesoru jednotkou ULA, ale
prova´dı´ testy pomocı´ vı´ce druhu˚ procesorovy´ch instrukcı´. Z obra´zku 16 je mozˇne´ vycˇı´st,
zˇe emula´tor z diplomove´ pra´ce neprosˇel na´sledujı´cı´mi kroky testu:
LDIR... failed (0x05)
Contended IN... failed (0x02)
Floating bus ... failed (0 xff )
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Test LDIR proveˇrˇuje zpozˇdeˇnı´ procesoru prˇi prova´deˇnı´ instrukce blokove´ho prˇesunu
dat v pameˇti LDIR. Test Contended IN testuje zase zpozˇdeˇnı´ prˇi vstupnı´ operaci IN.
Poslednı´ neu´speˇsˇny´ test – Floating bus – testuje nedokumentovane´ chova´nı´ prˇi cˇtenı´
z portu, na ktere´m neodpovı´da´ zˇa´dne´ vstupneˇ-vy´stupnı´ zarˇı´zenı´. V takove´mto prˇı´padeˇ
bymeˇla zu˚stat datova´ sbeˇrnice pocˇı´tacˇe ve stavu, kdy jsou na vsˇech vodicˇı´ch hodnoty bitu˚
jedna. Soucˇasneˇ se vstupnı´ operacı´ IN vsˇak mu˚zˇe jednotka ULA na druhe´ oddeˇlene´ cˇa´sti
sbeˇrnice cˇı´st data z obrazove´ pameˇti. Tyto signa´ly se pak prˇenesou i na druhou polovinu
sbeˇrnice, kde je procesor prˇecˇte namı´sto samy´ch jednicˇek.
Obra´zek 16: Vy´sledky testu fusetest
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11 Za´veˇr
Prˇi zpracova´va´nı´ diplomove´ pra´ce byla podrobneˇ prozkouma´na architektura doma´cı´ho
8bitove´ho pocˇı´tacˇe ZX Spectrum 48K. Uka´zalo se, zˇe acˇkoliv se na prvnı´ pohled jedna´
o pomeˇrneˇ jednoduchy´ syste´m, je pro jeho dokonale´ pochopenı´ potrˇeba prostudovat
spoustu detailnı´ch informacı´ o jeho hardwaru.
Byly zmapova´ny existujı´cı´ emula´tory tohoto pocˇı´tacˇe a na za´kladeˇ zı´skany´ch poz-
natku˚ byl navrzˇen a implementova´n vlastnı´ emula´tor. Cı´lem prˇitom nebylo souperˇit
s ostatnı´mi emula´tory v pocˇtu podporovany´ch modelu˚ pocˇı´tacˇu˚ nebo prˇesnosti jejich em-
ulace. V teˇchto kategoriı´ch jizˇ v podstateˇ dosˇlo k jake´musi nasycenı´, kdy jsou dostupne´
emula´tory, ktere´ imitujı´ vesˇkere´ pocˇı´tacˇe s architekturou vı´ce cˇi me´neˇ podobnou pocˇı´tacˇi
ZX Spectruma to dokonce velmi veˇrohodneˇ. Proto bylo hleda´no slabe´mı´sto teˇchto emula´-
toru˚ a tı´m byl veˇtsˇinou debugger, ktery´ bud’to nebyl dostupny´ vu˚bec, nebo neposkytoval
rozsˇı´rˇene´ funkce jako naprˇı´klad mozˇnost editace ko´du v pameˇti pocˇı´tacˇe.
Vy´sledkemse stal emula´tor, ktery´ kromeˇ imitace samotne´hopocˇı´tacˇeZXSpectrum48K
poskytuje take´ veliceuzˇitecˇny´ na´stroj vpodobeˇ integrovane´hodebuggeru, ktery´ umozˇnˇuje
zkoumat taje ko´du˚ programu˚, vytvorˇeny´ch mnohdy prˇed neˇkolika desı´tkami let.
Prˇestozˇe emula´tor v soucˇasnosti doka´zˇe imitovat pouze jediny´ model pocˇı´tacˇe, ar-
chitektura emula´toru je navrzˇena pomeˇrneˇ robustneˇ a s ohledem na neprˇı´lisˇ velke´ rozdı´ly
ostatnı´ch modelu˚ pocˇı´tacˇu˚, by nemeˇlo by´t slozˇite´ jej da´le rozsˇirˇovat.
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A Prˇı´loha na CD
K te´to pra´ci je prˇilozˇeno CD se zdrojovy´mi ko´dy aplikace a textem pra´ce v elektronicke´
podobeˇ.
A.1 Obsah CD
∙ SUS107 DP2012 TEXT.PDF – text diplomove´ pra´ce v elektronicke´ podobeˇ
∙ sus107−dt.tar.gz – archiv se zdrojovy´mi ko´dy aplikace
A.2 Obsah archivu sus107-dt.tar.gz
∙ CMakeLists.txt – soubor pro sestavenı´ aplikace na´strojem CMake
∙ cmake modules – slozˇka s pomocny´mi soubory pro na´stroj CMake
∙ lang – slozˇka s prˇelozˇeny´mi soubory s lokalizacı´ GUI
∙ lib/z80ex – slozˇka se zdrojovy´mi ko´dy knihovny z80ex (zdrojovy´ ko´d trˇetı´ strany)
∙ po – slozˇka se zdrojovy´mi ko´dy pro lokalizaci GUI
∙ src – slozˇka se zdrojovy´mi ko´dy samotne´ aplikace (kromeˇ nı´zˇe uvedene´ kompo-
nenty HexEditorCtrl byl vsˇechen ko´d v te´to slozˇce a podslozˇka´ch vytvorˇen v ra´mci
te´to pra´ce)
∙ src/ui – slozˇka se zdrojovy´mi ko´dy GUI aplikace
∙ src/ui/widgets/HexEditorCtrl – slozˇka se zdrojovy´mi ko´dy komponenty GUI
HexEditorCtrl (zdrojovy´ ko´d trˇetı´ strany)
∙ ui/sus107−dt.wxg – soubor s na´vrhem GUI v na´stroji wxGlade
∙ 48.rom – soubor s obsahem pameˇti ROM (z [3])
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B Instalacˇnı´ prˇı´rucˇka aplikace
Tato prˇı´rucˇka popisuje kroky potrˇebne´ k sestavenı´ aplikace ze zdrojovy´ch ko´du˚. Prˇed-
pokla´da´ se, zˇe aplikace instalova´na na pocˇı´tacˇi s operacˇnı´m syste´m UNIX/Linux.
B.1 Pozˇadovane´ softwarove´ vybavenı´
Uvedena´ cˇı´sla verzı´ odpovı´dajı´ teˇm, se ktery´mi byla aplikace vyvı´jena a testova´na. Ap-
likaci je mozˇne´ sestavit i s jiny´mi verzemi knihoven, avsˇak cˇı´m vı´ce se cˇı´slo verze lisˇı´, tı´m
veˇtsˇı´ je pravdeˇpodobnost vy´skytu nekompatibility.
∙ knihovna wxWidgets ve verzi 2.8.12 s podporou Unicode
∙ knihovna libspectrum ve verzi 1.0.0
∙ knihovna PortAudio ve verzi 19
∙ na´stroj CMake ve verzi 2.8
∙ balı´k na´stroju˚ GNU GCC Toolkit s kompila´tory C/C++
B.2 Postup instalace
1. Rozbalenı´ zdrojovy´ch ko´du˚ aplikace:
tar xvf sus107-dt.tar.gz







Po provedenı´ kroku 3. je v aktua´lnı´ slozˇce sestaven spustitelny´ soubor sus107-dt.
Aplikaci je mozˇne´ spustit prˇı´mo z te´to slozˇky bez nutnosti instalace do syste´mu.
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C Uka´zky existujı´cı´ch emula´toru˚ pocˇı´tacˇe ZX Spectrum
Obra´zek 17: Za´kladnı´ obrazovka emula´toru Spectaculator
Obra´zek 18: Debugger emula´toru Spectaculator
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Obra´zek 19: Debugger emula´toru FUSE
Obra´zek 20: Vy´vojove´ prostrˇedı´ TommyGun
