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ÚVOD
Hlavním úkolem této práce je vytvořit tlustého klienta pracujícího s daty uloženými
na serveru, který slouží k tvorbě sad testovacích otázek, jejich průchodu a násled-
nému vyhodnocení. Program rozlišuje uživatele typu správce, učitel a student.
První kapitola se zabývá rozhraním .NET frameworku, je probírána jeho funkce a
struktura. Jsou také popsány dva nejrozšířenější jazyky na něm a podrobněji je po-
psána knihovna Windows Presentation Foundation.
Ve druhé kapitole je rozebrána praktická část řešení, které je rozděleno na části
uživatelského rozhraní, kde se věnuju převážně popisu obrazovek programu a jejich
návaznosti, logiky aplikace, kde je naznačen princip chování aplikace a popis její
činnosti spolu s popisem funkce obsluhujících metod, následně je popsáno použití
databázového serveru Microsoft SQL server a na konci je zhodnocení práce v závěru.
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1 .NET FRAMEWORK
Rozhraní .NET Framework je komplexní a konzistentní programovací model od spo-
lečnosti Microsoft určený pro vývoj mnoha druhů aplikací. Lze v něm vyvíjet nejen
aplikace pro Windows ale i aplikace pro mobilní zařízení, aplikace webové a okenní či
pokročilou grafiku. Tyto aplikace se vyznačují vizuálně působivým uživatelským roz-
hraním, bezproblémovou a zabezpečenou komunikací a schopností modelovat řadu
obchodních procesů. Prostředí nabízí jak spouštěcí rozhraní (CLR – Common Lan-
guage Runtime), tak potřebné systémové knihovny. Obrovský soubor knihoven a
funkcí nám také zajišťuje pohodlné programování díky implementaci častých a nud-
ných funkcí, jako je řazení pole či tvoření okna GUI a práce s XML soubory. Vývoj
je tak méně náchylný na nepozorné chyby programátora.
V tomto frameworku lze použít mnoho programovacích jazyků, nejpoužívanější jsou
ale Visual Basic .NET a C# .NET.
1.1 Kompilace .NET Frameworku
Výstupem kompilace zdrojového kódu .NET Frameworku není strojový kód jako
u jiných jazyku, ale tzv. CIL (Common Intermediate Language), jenž tvoří jedno-
duché nízkoúrovňové instrukce a je spustitelný všude s dostupností jeho běhového
prostředí. Kód v jazyku CIL spolu s přiloženými datovými soubory tvoří assembly,
což je soubor typu exe či dll. Při jejich spuštění se provádí pouze částečná kompilace
do strojového kódu, která obsahuje jen prvky na úrovni funkcí a procedur nezbytné
pro dosavadní běh programu. Díky tomu je dosáhnuto rychlého spuštění.
Nicméně překladač JIT (Just in time) dokáže provádět složitou formu optimalizací
pro použitou rodinu procesorů, díky čemuž dosahuje lepších výsledků než aplikace
v C++, které stále vychází z instrukční sady procesorů 386. Assembly je nicméně
možné zkompilovat celé a to pomocí nástroje ngen, což je většinou zahrnuto do in-
stalace aplikace. Tento mechanismus má svá omezení, například v paměti se nedá
přistupovat kamkoliv a nelze ji libovolně přepisovat, jako v nižších jazycích. Vyža-
duje taky sktriktní typovou kontrolu a obsluhu vyjímek. Díky tomu je ale dosaženo
bezpečnosti a korektní běžení aplikace v paměti.[3]
1.2 Programovací jazyky
Následující 2 jazyky jsou nejrozšířenější na platformě .NET Framework. V obou
neexistují globální proměnné či metody a jejich rozdíly jsou primárně syntaktické.
Oba jazyky referují na stejné základní třídy .NET Frameworku pro rozšíření své
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funkcionality. Díky tomu lze přepsat program z jednoho z nich do druhého pomocí
jednoduchého syntaxového zkonvertování.
1.2.1 Visual Basic .NET
Jazyk Visual Basic vznikl v roce 1991 z jazyku Basic s nástupem Windows plat-
formy. Jeho primární účel byl zjednodušení tvorby okenních aplikací pomocí vývojo-
vého prostředí umožňujícího vytvořit v editoru uživatelské rozhraní a ručně k němu
dopsat kód. Částečně podporoval objektově orientované programování a cílený byl
na databázové aplikace. Jeho vývoj byl v roce 1998 ukončen verzí 6.0 a podpora
Microsoftu byla v roce 2008 ukončena.
Jeho následníkem byl Visual Basic .NET, který je moderní objektově orientovaný
jazyk s plnou podporou tříd,rozhraní a dědičnosti. Přidal také povinnou deklaraci
proměnných. Nicméně kód není zpětně kompatibilní s aplikacemi z verze 6.0 .
Syntaxe tohoto jazyka je velmi jednoduchá, připomíná strojovou angličtinu, protože
obsahuje mnoho klíčových slov. Poměrně unikátní je tento jazyk v tom, že na konci
příkazů nejsou středníky, ale jejich funkci zastupuje znak konce řádku.[2]
1.2.2 C# .NET
Tento typový jazyk je velmi mladý, byl vyvinutý firmou Microsoft v roce 2000 a
byl speciálně navržen pro .NET Framework. Jeho syntaxe je velmi podobná jazy-
kům C/C++ a JAVA , takže je pro jejich uživatele přechod poměrně snadný, díky
čemuž si získal značnou oblibu. C# byl navržen pro vývoj aplikací distribuovaných
v nejrůznějších prostředích, přičemž je důležitá přenositelnost kódu i na zařízení s
omezenými možnostmi operačního systému. Díky principu zapouzdření lze často k
datovým atributům tříd přistupovat zvenčí pouze nepřímo za pomocí metod get() a
set(). Většina základních datových typů v tomto jazyce odpovídá základním typům
v platformě CLI, do nějž je kód většinou překladačem generován.[2]
1.3 Windows Presentation Foundation (WPF)
Tato knihovna je framework určený pro komplexní formu formulářových aplikací,
který je součástí .NET frameworku od verze 3.0 . Disponuje širokou nabídkou for-
mulářových prvků a umožňuje stylizování vzhledu aplikace. Je to varianta k Win-
Forms, nicméně WPF je mladší a technologicky aktuálnější.
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Používá značkovací jazyk XAML- eXtensible Application Markup Language pro vy-
tvoření vzhledu aplikace, zatímco její funkčnost je ošetřována v přidruženém kódu
programovacího jazyka. Díky tomu je XAML kód definující vzhled okna a logika
aplikace ve dvou rozdílných přidružených souborech, čímž je umožněno separování
logiky aplikace od samotného vzhledu.
Velký klad WPF aplikace je, že běží na DirectX vrstvě a tím nezatěžuje tolik pro-
cesor počítače, jelikož renderování probíha na grafické kartě. Díky používání čistě
vektorové grafiky a jednotky délky DIP (Device Independent Pixel) vypadá výsledná
aplikace na každém zařízení stejně.
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2 PRAKTICKÁ ČÁST ŘEŠENÍ
2.1 Analýza problematiky
Aplikace je určená pro tři třídy uživatelů. Zatímco uživateli typu správce je dovo-
leno vše, včetně přidávání a mazání dalších uživatelů typu správce a učitel, tak role
učitele je v tomto ohledu okleštěna na manipulaci pouze se studenty. Studenti kromě
absolvování vybraného testu nemohou dělat nic kromě odhlášení. Potřebné data a
záznamy k běhu klienta jsou uloženy na serveru, kde se za běhu aplikace průběžně
aktualizují. Zatímco v semestrální práci jsem jako uložiště použil databázi typu SQ-
lite, při tvorbě bakalářské práce jsem ji shledal jako nevhodnou pro dané použití, z
důvodu absence podpory vícenásobného přístupu, pomalejší reakční doby a nekom-
fortní práce s ní přes Data Provider od společnosti Finisar. Proto jsem se přiklonil
k využití databázového SQL serveru od společnosti Microsoft. Vzhledem k rozsahu
projektu bylo také důležité důsledně oddělit grafickou a logickou část projektu pro
udržení přehlednosti kódu, která je ohrožena navigací mezi obrazovkami. Z důvodu
snadnějšího testování jsem server spouštěl na adrese lokální smyčky 127.0.0.0 pro
snadnou změnu tohoto faktu je konkrétní adresa serveru na straně klienta uložená
v jediném místě v souboru app.config.
Pro vytvoření funkční aplikace je tedy zapotřebí:
(i) uživatelské rozhraní pro zadávání a zpracování dat
(ii) logická třídy aplikace
(iii) databáze uchovávající data na straně serveru
Podrobněji jednotlivé prvky rozeberu v jednolivých nadcházejících podkapitolách.
2.1.1 Uživatelské rozhraní
Knihovna WPF obsahuje širokou paletu grafických objektů pro tvorbu GUI. Jako
základ pro umístění těchto prvků slouží komponenta Window či Page . Základní
okno MainWindow je vytvořeno už při vytvoření nového WPF projektu a editor
umožňuje snadným přetažením z lišty Toolboxu přidávat další konstrukční prvky,
jako jsou například buttony, textboxy, checkboxy a mnohé další. Jejich editace se
provádí pomocí úprav generovaného xaml souboru. Implicitně je také implemento-
vána obsluha ovládacích prvků okna v pravém horním rohu.
V mé aplikaci jsou jako nosné komponenty pro grafické rozhraní použity nejen okna
typu Window které jsou použity ve většině případů, ale také stránky typu Page,
které jsou vloženy v kontejneru Frame a slouží primárně v průchodu testů k navi-
gaci mezi otázkami a vyhodnocením. Při spuštění klienta uživatele uvítá přihlašovací
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obrazovka, kde je zapotřebí vyplnit validní přihlašovací údaje a vybrat uživatelskou
roli. Toto okno můžeme vidět na obrázku (obr 2.1).,kde je vidět i rozkliknutý grafický
komponent ComboBox s jeho obsahem.
Obr. 2.1: Přihlašovací okno
Po úspěšném přihlášení se zobrazí hlavní programové menu(obr 2.2). Na obrázku
je varianta pro uživatelské role typu správce a učitel. Student je v nabídce ochuzen
o Výsledky testů, Správu testů a Správu uživatelů. Menu nabízí možnost odhlášení
uživatele a přepnutí na předchozí obrazovku pod tlačítkem Odhlásit. Další položkou
menu je Správa uživatelů, která vede na obrazovku (obr 2.3) Na tomto obrázku lze
vidět seznam uživatelů z pohledu uživatelské role správce. Jsou v něm za pomoci
komponenty DataGrid zobrazeny přihlašovací údaje všech aktuálních uživatelů a
jejich role. Pohled z učitelské role se liší v tom, že vidí a může vidět pouze záznamy
uživatelské role student, to se týká také přidávání nových uživatelů, kde učitel na
rozdíl od správce nemůže ovlivnit výběr uživatelské role přidávaného uživatele.
Další položkou menu je Správa testů. Tato nabídka (obr 2.4) zobrazuje seznam
aktuálně vytvořených testů, jejich maximální bodové hodnocení a umožňuje jejich
smazání či vytvoření testů nových.
Při tvoření nového testu je možné zvolit maximální počet bodů za test a zda
se mají odečítat záporné body za špatné odpovědi. Testové otázky a odpovědi se
vkládají do formuláře, kde oproti předchozímu oknu navíc můžeme vidět checkBoxy,
které slouží k rozpoznání validních odpovědí na zadanou otázku. Odpovědi mohou
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Obr. 2.2: Hlavní menu
být všechny správné. Okno je možno vidět na obrázku (obr 2.5).
Následující položkou menu je zobrazení výsledků proběhlých testů (obr 2.6). V
tabulce lze vidět počet získaných bodů v jednotlivých testech uživatelů, přičemž v
roli správce je rozšířena o sloupec role uživatele, nebot´ mimo studenty zobrazuje i
historii testů správců a učitelů. Vybrané záznamy lze odtud také smazat.
Poslední položkou hlavního menu je možnost začít test. Vede do okna výběru
testu (obr 2.7), odkud lze po výběru test spustit. Po spuštění se zobrazí jednotlivé
testové otázky mezi kterýma se přepíná navigačními tlačítky (obr 2.8) a také mož-
nost test ukončit, následně se zobrazí dosažený výsledek v procentuální i absolutní
hodnotě a dojde k návratu na stranu hlavního menu.
2.1.2 Logika aplikace
Tato část projektu se stará o obsluhu grafických prvků a provádí operace na pozadí.
Jedná se o jádro programu, bez kterého žádná aplikace nebude fungovat. V projektu
jsem se snažil většinu funkcí, kromě správy,přepínání a inicializace prvků grafického
rozhraní,vložit do třídy Logika.cs, ze které jsou pak většinou volány konstruktory a
event triggery.
Tato třída obsahuje pouze implicitní konstruktor, deklarované veřejné proměnné a
metody typu static. Obsluhuje také veškerou práci se serverem v projektu.
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Obr. 2.3: Správa uživatelů
Jelikož se jedná o tlustého klienta, veškeré zpracování,vyhodnocování i třídění
dat probíhá na jeho straně a server slouží jen jako uložiště, od nějž si v případě
potřeby zažádá o data, které následně klient uchovává dokud jsou potřeba či dokud
o ně nepřijde. To má nevýhodu v tom, že nemusí mít plně aktuální data pokud dojde
na serveru ke změně z jiného klienta. Nicméně taková kolize je nepravděpodobná při
aktivním používání klienta.
S tím souvisí to, že při tvorbě nové testové sady dojde k odeslání dat na server
až po jejím kompletním dokončení. Stejně tak při absolvování testu dojde nejprve k
jeho kompletnímu stažení, včetně odpovědního klíče, následně je v podstatě v offline
režimu absolvován a vyhodnoceno bodové ohodnocení, které se teprve pak odešle
spolu se jménem testu a jménem jeho absolventa na databázový server. Kvůli tomu
také není drženo otevřené spojení connection.Open(), protože k jeho využití dochází
spíše zřídka.
Při smazání uživatele či testu dojde také k vymazání všech dat s nimi spojených
z ostatních záznamů. To ale neplatí v případě testů, kteréžto zůstanou zachovány i
po smazání jejich tvůrce. Je to zapříčiněno tím, že většina tabulek v databázi obsa-
huje jeden, či dva cizí klíče, které odkazují na primární klíče dalších tabulek. Díky
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Obr. 2.4: Správa testů
tomu je možno využívat kaskádového mazání zvolených záznamů. Což znamená, že
při smazání záznamu v tabulce, jehož klíči id odpovídá cizí klíč fid v druhé tabulce,
která má na první referenci, tak pak dojde také k vymazání záznamu obsahující
shodný cizí klíč. To usnadňuje udržovat uložiště bez zastaralých dat, které už nejsou
aktuální nebo nemají žádnou návaznost ke svému okolí.
Snažil jsem se podmínkovými bloky a pomocí návratových hodnot ošetřit stavy,
kdy by mohlo dojít k pádu programu, takže klient vykazuje stabilní chování. Dalším
aspektem byla občasná nutnost přenášení reference na objekty a instance v paramet-
rech volání funkcí či konstruktorů, abych se vyhnul nadbytečnému počtu pomocných
proměnných. Bohužel si program vyžádal nutnost častějšího přetypovávání mezi da-
tovými typy int, string a object. Naštěstí v pořadí opačném směru čtení.
Kromě samostatné třídy Logika.cs, existuje ještě třída Otazka.cs, která však exis-
tuje jen z důvodu jejího konstruktoru pro vytvoření objektů jejího datového typu,
přičemž nemá žádné vlastní metody. Její instance obsahuje List<Otazka> TestList
ve třídě Logika.cs, který díky tomu dokáže uchovat celou testovou sadu včetně od-
povědních klíčů.
Mezi významné metody třídy Logika.cs patří:
(i) metoda login, jejímiž vstupními parametry jsou zadané přihlašovací údaje z
přihlašovací stránky programu. Metoda následně vyzkouší spojení se serverem
a pak porovná vstupní data s daty v databázi. Pokud Uživatel s danou rolí
existuje, je přihlášení úspěšné a jeho id a role jsou zapamatovány. Metoda je
vidět na obrázku (obr 2.9).
(ii) metoda PripravTest, která za pomoci id fungujícího jako její parametr vybra-
ného testu, plní list TestList daty ze zvolené testové sady. Metoda obsahuje
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Obr. 2.5: Okno vložení otázky
dva zanořené cykly a také dvojici DataReaderu, které jsou v nich obsaženy.
Také se zde nastavuje přepínač co určuje, zda se budou v testu za špatné od-
povědi odečítat body a ukládají se i další potřebné informace umožňující jeho
pozdější vyhodnocení. Část metody s cykly je na obrázku (obr 2.10).
(iii) metoda StartTestu, která ukládá do databáze název a základní parametry nově
tvořeného testu, pomocí příkazu ExecuteScalar je uložen do pomocné proměné
index id posledního přidaného testu.
(iv) metoda PridejUzivatele je krátká jednoduchá metoda, jejíž funkcí je uložit na
server záznam o nově přidaném uživateli. A sice jeho login, heslo a roli.
(v) metoda Vyhodnocení testu je volána po absolvování testové sady uživatelem,
nemá vstupní parametry, jen návratovou hodnotu bodového zisku za daný test.
Probíhá zde také volání funkce která výsledek ukládá na server. Hodnocení
je navrženo tak, že na základě poměru správných a špatných odpovědí se
spočítají bodové přírůstky či odečty při tom, když nastane shoda či neshoda
mezi odpovědním klíčem a vyplněnými odpovědmi. První se spočítají bodové
přírůstky a poté v případě, že je aktivované záporné bodování za chyby tak
proběhne odečet. Důležitou část funkce lze vidět na obrázku. (obr 2.11).
(vi) metoda nactiDB za pomoci DataTablu a SqlDataAdapteru plní DataGrid který
dostala paramatrem seznamem aktuálních testových sad na serveru.DataGrid
na konci navrací jako návratovou hodnotu. Funkci lze vidět na obrázku (obr
2.12).
(vii) metoda nactiDBuzivatele načítá z databáze seznam uživatelů a jejich atributy
včetně hesla. Role učitele získa po jejím zavolání pouze seznam studentů, za-
tímco správce uvidí uživatele všechny. Toho je dosaženo rozdílným selectem.
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Obr. 2.6: Okno zobrazení výsledků proběhlých testů
Metoda opět vrací DataGrid naplněný daty.Metodu lze vidět na obrázku (obr
2.13).
(viii) metoda nactiDBvysledky vrací opět DataGrid , tentokrát naplněný bodovými
výsledky absolvovaných testů uživateli. Obsahuje nejdelší sql dotazy v pro-
jektu, protože vybírá data pomocí cizích klíčů ze tří tabulek naráz. Pro učitele
opět pouze seznam uživatelů s rolí student. Metoda je na obrázku (obr 2.14).
(ix) metoda vymazHodnoceni vrací pro změnu DataGrid, za ůčelem refreshnutí
zobrazovaných dat. Dle id vybraného prvku. Maže záznam pouze v jediné
tabulce. Metoda je na obrázku (obr 2.15).
(x) metoda vymazUzivatele odstraňuje záznam uživatele specifikovaný jeho id z
tabulky Users, nicméně kaskádově to ovlivňuje i záznamy v jiných tabulkách.
Metoda lze vidět na obrázku (obr 2.16).
(xi) metoda vymazTest maže záznam v tabulce seznamu testů, její reference do
tabulky otázek a tabulky odpovědí, i záznamy ve výsledcích absolvovaných
testů s daným id.
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Obr. 2.7: Okno zobrazení výběru testu
2.1.3 Databáze
Pro uchovávání dat mimo běh programu bylo potřeba zvolit nějaké datové uložiště,
které však bude data chránit před snadným přečtením a editací. Současně je potřeba
k nim umožnit přístup nejlépe několika spojením současně. Já zvolil databázi typu
Microsoft SQL Server, kterou jsem vytvořil, spravoval a nastavoval pomocí nástroje
Microsoft SQL Server Management Studio 2014.
SQL Server Management Studio
Je to mocný nástroj pro tvorbu, editaci a správu databáze, umožňuje například
editovat již existující tabulky a to i ty s relací na jiné, přičemž data již uložená se
nikam neztratí. Navíc umožňuje připojit se přímo na SQL server.
Implementace v projektu
V tomto projektu bylo důležité navrhnout správným způsobem tabulky a jejich vzá-
jemné relace pomocí primárních a cizích klíčů, aby nedocházelo v databázi k redun-
danci a duplicitě dat, ale současně byla její data přehledná. Nicméně by jejich počet
pravděpodobně šlo ještě více zredukovat při zvýšení počtu sloupců v jednotlivých
tabulkách. V mém návrhu jsem použil tyto tabulky:
(i) Users, která obsahuje sloupce id,name,password,role
(ii) seznamTestu, která obsahuje sloupce id, TestName, MaxBodu, OdecitaniBodu
(iii) Otazky se sloupci id, ZneniOtazky, fid (cizí klíč s relací na seznamTestu.id)
(iv) Odpovedi se sloupci id, ZneniOdpovedi, Pravda, fid (cizí klíč s relací na Otazky.id)
20
Obr. 2.8: Průchod testu
(v) Hodnoceni se sloupci id, pocetBodu, fidUser(cizí klíč s relací na Users.id) a
fidTest (cizí klíč s relací na seznamTestu.id)
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Obr. 2.9: Metoda login
Obr. 2.10: Metoda PripravTest
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Obr. 2.11: Metoda VyhodnoceniTestu
Obr. 2.12: Metoda nactiDB
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Obr. 2.13: Metoda nactiDBuzivatele
Obr. 2.14: Metoda nactiDBvysledky
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Obr. 2.15: Metoda vymazHodnoceni
Obr. 2.16: Metoda vymazUzivatele
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3 ZÁVĚR
Tato práce popisuje vývoj a podobu praktické části bakalářské práce. V první části
se věnuje teoretickým informací o frameworku a jazyku v němž je vyvíjena. Na konci
první části je představena knihovna WPF, na níž je celý projekt postaven.
Druhá kapitola řeší vývoj a dokumentaci samotné aplikace a jejích jednotlivých
částí. První část se věnuje uživatelskému rozhraní, druhá část logice programu leží-
cího pod ním. Poslední část je věnována databázi SQL.
Během vypracovávání tohoto projektu jsem narazil na desítky zádrhelů, nad mno-
hými jsem strávil dlouhé hodiny, byť se často jednalo o poměrně banální chyby z
nepozornosti či neznalosti, ale hlavní problém byla nezkušenost v koncepci návrhu
programu tohoto rozsahu a práce s databází, kdy jsem měl na začátku jak o jazyku
SQL, tak možnostech komunikaci s databází jen mlhavou představu. Kvůli tomu
jsem i přes nejrůznější schémata a plány kreslené na papír někdy ztrácel v tom, jak
pokračovat dál a pak jsem se musel vrátit a zkusit to jinak. V průběhu vývoje jsem
také opustil představu databáze SQlite připojené k webové službě a fungující jako
server. Nicméně chybami se člověk učí a vždy, když jsem mazal další slepou vývo-
jovou větev, naučil jsem se něco nového a to vedlo k rozhodnutí použít SQL server,
se kterým se mi konečně podařilo do problematiky databází proniknout hlouběji.
Zajímavou zkušeností z vývoje je také to, že na 15 palcovém monitoru notebooku
se WPF formuláře vytváří krajně nepohodlně a to z toho důvodu, že se jednoduše
na danou plochu nevleze dostatečně velká plocha designeru Visual studia spolu se
zobrazením značkovacího xaml kódu, i když je zobrazený kód redukován jen na pár
řádků.
Program to asi není příliš oku lahodící a zdrojový kód má v přehlednosti a
efektivitě asi také rezervy, nicméně projekt je poměrně funkční a určitě mě motivoval
do budoucího používání databází a vývoje aplikací.
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