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Abstract— Certification compliance check for airborne software is 
very critical as it aids in the certification of the software. Since this 
compliance check is performed manually which is time-consuming 
and erroneous, an in-house developed Certification Compliance 
Tool (CCT) helps in checking the compliance as per RTCA DO-
178B/C and generate artifacts depicting the magnitude of 
compliance. In order to generate the magnitude of compliance for 
the artifacts with respect to the Civil Aerospace Certification 
standard, RTCA DO-178B/C, an effective parsing technique is 
required to be incorporated to parse the artifact/s and generate 
compliance metric for the artifact/s.  
In this paper we propose a novel approach used in the design and 
development of an effective and efficient parsing technique 
incorporated in the indigenous software tool CCT used for 
compliance check. The tool checks the ratio of compliance of the 
artifacts generated across various phases of Software Development 
Life Cycle (SDLC) process involved in the development of Safety-
Critical software as per RTCA DO-178B/C. The indigenous tool 
accepts these artifacts as inputs and based on the software 
criticality level, it analyzes the compliance of these artifacts with the 
guidelines provided and recommended by RTCA DO-178B/C. The 
output of the tool provides the percentage of compliance of the 
artifacts that helps in accessing the Certification capabilities of the 
developed software.  
The percentage of compliance predicts the acceptance or rejection 
probabilities of the software being certified by the Certification 
Agency. The certification parser is developed using Python modules 
like Pywin32, Pypdf parsers and different approaches for Natural 
language processing using Python Natural Language Toolkit 
(NLTK). The in-house tool replaces the manual effort by an 
individual/s which may be erroneous and impact the time-schedule, 
which compromises the software safety. The integration of the tool 
with commercial tools will help in analyzing the report/ 
documentation content with respect to the certification. 
 
Index Terms— Safety Critical System, Certification Compliance 
Tool (CCT), Software Development Life Cycle (SDLC), Natural 
Language Toolkit (NLTK), Pywin32, Pypdf, Compliance Percentage. 
I.  INTRODUCTION 
Certification is one of the most important aspects considered by 
various industries that recommend the use of legit software and 
its components in design and development of complex 
embedded systems of various Safety-Critical Control Systems 
[1]. The certification authority legally recognizes the software 
product that complies with the standards specified as per RTCA 
DO-178B/C [9]. Certification can be applied to individuals like 
operator or user of a system, organizations, standards, processes 
or final products, experts, tools or methods. Software 
certification plays a vital role in demonstrating the reliability and 
safety of software systems [2]. Safety is a critical criterion in the 
development of Safety-Critical systems. Safety-Critical systems 
are those systems whose failure can result in injury/loss of life 
from system failures, collateral damage to property, damage to 
resources and reputations, or damage to the environment. The 
examples of Safety-Critical systems are aircraft flight control, 
nuclear reactor control, medical treatment systems, missile 
system control software etc.,  
 In order to avoid the Safety-Critical system failures, the 
U.S. government along with globally placed international 
agencies have proposed a number of standards, guidelines, and 
reports related to certification and other aspects of software 
assurance, such as qualification, or validation, licensing, in their 
specific areas of interest [1]. DO-178B/C is one such guidance 
document for civil aviation, developed by Radio Technical 
Commission for Aeronautics (RTCA- Inc)., provides guidelines 
with justifications in assuring software developed for airborne 
systems . 
 The purpose of Certification of Compliance is to 
improve the safety of the critical systems, to increase the 
awareness of the implications of system performance on safety, 
to enforce minimum standards of design and manufacture within 
the relevant industry, to encourage a structure of professional 
responsibility [8]. 
 In this paper, we propose an approach to automate the 
process of checking the artifact compliance with respect to the 
RTCA DO-178B/C standard. The artifacts are the results of 
different phases (Requirements, Architecture, Design, 
Integration and Testing) of Software Development Life Cycle 
(SDLC) process. The artifacts of different formats are efficiently 
parsed using Pypdf and Pywin32 parsers. The extracted data is 
pre-processed using Natural Language Processing with Python 
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Natural Language Toolkit (NLTK). The pre-processed data is 
analyzed with the standards specified in RTCA DO-178B/C, 
with the documents being validated semantically similar words 
using Wordnet. Thus, the Compliance Percentage for artifact is 
generated. 
 This paper is organized as follows: Section II deals with 
Literature survey and introduction to the existing system. Section 
III introduces to the approach being incorporated in the 
development of the tool. Section IV gives an overview of the 
processing and comparison techniques involved in CCT.  Section 
V analyzes the results obtained from the proposed approach. 
Section VI concludes the work carried out in this paper with 
outline of the future scope. 
II.   LITERATURE SURVEY 
Safety Standards are required by the organizations, authorities, 
or law during the development and certification of Safety 
Critical systems [8]. Standards provide a set of guidelines as 
objectives that are to be satisfied during the Software 
Development Life Cycle. For safety functions of Safety Critical 
systems, all standards have a risk oriented approach specifying 
Risk Reduction Factors and Probability of Failure on Demand 
[24]. Standards give confidence in achieving compliance. The 
classification of Safety standards for various industries [7]: 
 
Fig 1: Safety Standards for various industries 
 Radio Technical Commission for Aeronautics (RTCA, 
Inc.) which is a private association of aeronautical organizations 
includes NASA, DOD, FAA and other government agencies, 
airline operators, aircraft equipment suppliers, airline 
manufacturer, and various pilot associations [3], seeks sound 
technical solutions to problems involving the application of   
telecommunications and electronics to aeronautical operations 
[10]. The objectives of RTCA includes ensuring the reliability 
and safety of airborne systems, developing the minimum 
operational performance requirements for the document-specific 
systems, developing the guidelines for the use of regulatory 
authority, enabling the teamwork among the worldwide aviation 
community by providing  administrative and logistics resources 
[11].  
 DO-178 described in RTCA DO-178B/C document 
titled “Software Considerations in Airborne Systems and 
Equipment Certification” is developed to establish software 
considerations for users, developers and installers, the 
microcomputer techniques that are used to implement aircraft 
complex hardware and software components [10]. The purpose 
of DO-178B/C is to provide guidelines for the production of 
software for airborne systems and equipment that performs its 
intended function with a level of confidence in safety that 
complies with airworthiness requirements [4].  
DO-178C also defines five levels of design assurance: 
1. Level A   Catastrophic failure condition for the aircraft 
• Software whose anomalous behavior would prevent 
continued safe flight and landing or loss of aircraft and 
occupants. 
• Flight surface controls, engine controls, etc. 
2. Level B     Hazardous  failure condition for the aircraft 
• Software whose anomalous behavior would cause large 
reduction in safety margins, serious/fatal injuries to 
occupants or higher crew workload. 
• Primary Flight Displays, Cabin Pressurization, etc 
3. Level C     Major failure condition for the aircraft 
• Software whose anomalous behavior would result in 
significant reduction in safety, discomfort to occupants, 
or significant increase in crew workload 
• Flight Management Systems, COMM, NAV,        
DATALINK, etc. 
4. Level D    Minor failure condition for the aircraft 
• Software whose anomalous behavior does not 
significantly reduce aircraft safety and involves crew 
actions well within capability. 
• Transponders, cabin lighting, etc. 
5. Level E     No effect on the safe operation of the aircraft 
• Software whose anomalous behavior does not affect 
operational capability and doesn’t result in an increase 
in crew workload 
• In-flight entertainment, satellite phone, etc.[19][25]. 
A. Existing System 
The existing approach involves manual checks for compliance of 
the artifacts with the RTCA DO-178B/C standards. The verified 
and validated artifacts, checked for compliance, are sent to 
certification authority for the certification of the 
software/hardware component. The rejection possibilities will be 
higher if these artifacts are not compliant with the standards 
specified as per RTCA DO-178B/C. The manual process is a 
time consuming process and requires lot of effort in identifying 
any faults in these artifacts. For artifacts which are very dense 
this process is difficult and laborious.   
1961
 
 
   III.  APPROACH BEING INCORPORATED IN THE DEVELOPMENT 
OF THE TOOL  
With the existing approach there is a need to automate the 
document compliance with standards as per RTCA DO-178B/C. 
Model-Based Software Engineering approach stress on the need 
for compliance checks and an efficient tool is very much critical 
for the artifacts generated by these tools. These artifacts that are 
compliant are complied with appropriate feedback provided by 
the Certification Compliance Tool (CCT). A compliance check 
automation tool is developed to check the compliance of the 
artifacts with the standards specified as per RTCA DO-178B/C.  
 Based on the software criticality levels, the Safety-
Critical software systems are classified into Level A (most 
critical), B, C, D and E (General). Each Criticality level has 
Design Workflow, Verification and Validation Workflow 
objectives. The approach given in this section explains the 
process of Software Development Life Cycle (SDLC) with 
respect to the criticality levels and their techniques. The various 
Design techniques are Conventional, Object Oriented, Model 
Based and Model Based Object Oriented. The Verification and 
Validation techniques are Conventional, Model Based, Object 
Oriented, Formal Method, Model Based Object Oriented, Model 
Based Formal Method and Formal Method Object Oriented 
[3][21]. 
     The Software Development Life Cycle phases are 
Requirement, Software Architecture (High-level Requirements), 
Software Design (Low-level Requirements), Integration & 
Testing (Verification & Validation). Each phase use different 
techniques, methodologies and tools with the definition of a set 
of activities that needs to be completed successfully with the 
artifacts generation from the subsequent phases. Thus, artifacts 
that are generated to check for its compliance percentage with 
standards as per RTCA DO-178B/C guidelines for each phase in 
SDLC. 
     The artifacts generated by the phase specific tools are 
saved in either .pdf or .docx format. These artifacts are then 
input to CCT, where they are parsed using Python Pypdf [23], 
Pywin32 [22] respectively. Further on with the help of Natural 
Language Processing effective data extraction is performed and 
analyzed further for the compliance with respect to the standards 
as per RTCA DO-178B/C. With the proposed approach, the 
compliance check is automated and a percentage of compliance 
is provided for the suitable artifacts from the respective phases 
of SDLC.  
A.  Proposed Workflow 
1. The UI of CCT detailed using HTML and CSS is used to 
define the criticality levels (level A, B, C, D & E) of the 
Software Development Life Cycle (SDLC) process.  
2. Select the Workflow (Design / Verification & Validation) to 
understand the objectives of different phases of SDLC 
process as per RTCA DO-178B/C. 
3. Select the appropriate phase of SDLC and input the artifacts 
in .pdf/.docx format obtained based on various 
methodologies, techniques and tools used for each phase of 
SDLC. 
4. Parse the artifacts using Pypdf, Pywin32 for .pdf and .docx 
artifacts parsing respectively. 
5. Apply Natural Language Processing on the parsed artifacts 
using Python Natural Language Toolkit (NLTK). 
6. Analyze by comparing the Table of Contents (TOC) and 
keywords of the parsed artifacts with RTCA DO-178B/C 
standard guidelines for TOC and keywords. 
7. Generate the Compliance percentage (output). 
 
 Fig 2: Workflow of the proposed approach 
IV.  PROCESSING AND COMPARISON TECHNIQUES INVOLVED IN 
CCT 
The artifacts are browsed from specific directories and provided 
as inputs to CCT. The browsed directory path which has the 
filename along with it is parsed by the parser to analyze the 
name of the file with particular standard documents, this helps in 
guiding the parsing process and sequences the extraction of TOC 
& keywords based on the filename type. 
Ex: Sdd.pdf (Software Design Description), Srd.docx (Software 
Requirements Data).  
1962
 
 
A.  Parsing modules 
The artifacts in the form of pdf and word file formats are 
considered as binary files, making them more complex for 
synthesis than the plaintext files. Parsing a .pdf/.docx file 
consumes more time and memory. To parse all the pdf & word 
files and extract text from each page, there are Python modules 
that make it easy to interact with .pdf and .docx documents. 
 The parsers provide simple, unambiguous and powerful 
mechanisms to extract complex structured text content from pdf 
and word file formats. A parser implementation includes 
structural information synthesis from the extracted content 
which is helpful to judge the relevance of different parts of the 
parsed artifact. 
 
Fig 3: Workflow of processing and comparison techniques 
1) Pypdf and Pywin32 
      Pypdf and Pywin32 are the Python libraries used to extract 
the data from pdf and word files respectively. The parsers focus 
entirely on analysis, getting data and capable of: 
• Extracting the structured document information like title,     
author and table of contents etc., 
• Split a range of pages from pdf/docx document into 
separate single-paged pdf/docx documents 
• Extract exact location of text in a page. 
• Merging and cropping the pages of pdf and word file. 
• Rotate a range of pages of pdf/docx document by a 
specified angle. 
• Encrypting and decrypting the pdf/docx files. 
• Converting pdf and word files to .txt file 
The pdf and word documents are parsed by Pypdf and Pywin32 
respectively to iterate and syntactically analyze all pages of the 
document for finding and extracting the structured text content. 
The Python code for doing the above: 
For PDF 
 
 
 
 
 
 
 
For DOCX 
 
 
 
 
The critical properties of the artifact such as TOC and keywords 
are extracted and pre-processed. The Pre-processing of the 
extracted critical properties of the artifact is done by Natural 
Language Processing using Python Natural Language Toolkit 
(NLTK).  
B. NLP – Natural Language Processing 
Natural Language Processing (NLP) is a technique to analyze, 
manipulate and interact between the computer and natural 
language or speech in area of application and research. A variety 
of tools have been developed to perform Natural Language 
Processing. One such tool is Python Natural Language Toolkit 
(NLTK) [13]. The Applications of Natural Language Processing 
are Text processing, Information extraction, Semantic Analysis, 
Language Modeling, Sentiment Analysis, Transliteration, 
Document Similarity, Automatic Summarizing, Machine 
translation, Opinion Mining, Question Answering, Discourse 
Analysis, Document classification. 
C. NLTK 
Natural Language Toolkit is a platform for building programs 
using Python Programming language to interact with the natural 
language data. NLTK was designed with four primary goals: 
Simplicity, Consistency, Extensibility and Modularity. Natural 
Language Toolkit provides interfaces to 50 corpora and wordnet 
(lexical resource), along with text processing libraries for 
tokenization, tagging, chunking, classification, parsing, 
stemming and semantic reasoning [14]. 
The parsed artifact undergoes pre-processing step as follows 
(Fig 4): 
1. Collapsing the unwanted whitespaces between the text 
content. 
2. The punctuations and digits from the extracted content are 
eliminated. 
def getPDFContent(path): 
    content = "" 
    pdf = pyPdf.PdfFileReader(file(path, 'rb')) 
    for i in range(0, pdf.getNumPages()): 
    content += pdf.getPage(i).extractText() + '\n' 
app=win32com.client.Dispatch('Word.Application') 
app.Visible = False 
in_file=os.path.abspath(rootdir+"\\"+filename+""+fileextn)    
doc = app.Documents.Open(in_file) 
content = doc.Content.Text 
text = doc.Range().Text 
1963
 
 
3. Content of text is converted to lower case. 
4. Text content segmentation is done using sentence 
tokenization. 
5. Removing the list of stopwords like a, an, the, if, in, etc..,  
6. Assigning each word in a sentence the part of speech that it 
assumes in that sentence by Part-of-Speech tagging. 
7. Extracting the Noun phrases using Regular expressions. 
Thus, Libraries with critical properties are generated for the 
artifacts and the standard documents. The critical properties of 
the parsed artifacts are compared with the libraries of the 
standard artifact which is as per RTCA DO178B/C.    
D.  Comparison Module 
 The artifacts are analyzed with the RTCA DO-178B/C 
standard documents. 
 The artifacts are categorized under its criticality level and 
technique used. 
 
Fig 4: Steps in Pre-processing 
 To avoid the criticality issue the artifact of Level A should  
not be compared with any other Software Levels (Level B, 
C, D & E). 
 The similarity of critical properties of the artifacts with the 
standard documents is computed using Wordnet Semantic 
similarity. 
 The extracted phrases of an artifact which are not similar 
with the standard document phrases are directed to the list 
of the non-compliance under the particular artifact. 
 Semantic similarity using Wordnet will give the probability 
value of similarity of two words. 
1) Wordnet and Semantic similarity 
Wordnet is a lexical resource, consists of large database of 
English. The Parts of Speech such as noun, verbs, adjectives and 
adverbs are grouped into sets of synonyms, also called as 
synsets. Each one of these explains a distinct concept [17][18]. 
Synsets are linked by a complex network of lexical relations. 
Given a particular synset, we can traverse the WordNet network 
to find synsets with related meanings. Wordnet is used to find 
the semantic similarity between sentences, words and paragraphs 
using the hierarchical structure among the hyponym/hypernym 
and meronym/holonym relations [15]. 
    Semantic similarity using Wordnet are widely used in Natural 
Language Processing and the retrieval of information. The 
semantic similarity between the words, sentences and paragraphs 
has an important role in many scientific research areas such as 
Cognitive Science, Linguistics, Artificial Intelligence and 
Knowledge Engineering [16]. Semantic similarity measures are 
grouped into four classes:  information content based measures, 
hybrid measures, path length based measures and feature based 
measures [6]. 
For a particular document,  
 Average probability of an artifact = Average of all 
compared probability values. 
 Compliance percentage of an artifact  = 
                                                             (Average probability)*100 
The following Python code shows the similarity and the 
dissimilarity of an artifact when compared with the standard 
document. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
    comp = [ ] 
    noncomp = [ ] 
    result = [ ] 
    maxvalue = 0 
    h = 0 
    for i in lib1: 
        maxvalue=0 
        for j in lib2: 
            if(i.lower()==j.lower()): 
                    maxvalue=100 
                    print maxvalue 
                    else: 
                       try: 
                          synsi=wordnet.synsets(i) 
                          synsj=wordnet.synsets(j) 
                          i1=synsi[0].name() 
                          j1=synsj[0].name() 
                         w1=wordnet.synset(i1) 
                         w2=wordnet.synset(j1) 
                         s=w1.wup_similarity(w2) 
                         h=s*100 
1964
 
 
 
 
 
 
 
 
 
 
 
V. RESULTS 
The implementation is done using Python parsing modules like 
Pywin32, Pypdf. The pre-processing step and comparison of the 
parsed artifact is carried with the help of Natural Language 
Processing using Python Natural Language Toolkit. The 
proposed approach helps to find the reason for the Non-
Compliance of generated artifacts with the standard documents 
in early stage. The requirements like safety, efficiency, time and 
accuracy are managed and satisfied. 
 
 
Fig 5: Front end of the Certification Compliance tool 
 
Based on the Software criticality, the classification of safety 
critical software systems are shown in Fig 5. On Clicking the 
required Level, the tool flows with display of Design Workflow, 
Verification and Validation Workflow as shown in Fig 6.  
The artifacts are given as input with respect to different 
phases of Software development Life Cycle under particular 
criticality level and the technique used as shown in Fig 7. 
  Fig 8 shows the compliance percentage of an artifact 
sdd.docx which is 94.468932% accurate when compared with 
the standard document and also shows the reasons for its non-
compliance. Table 1 shows the generated compliance percentage 
for various artifacts. 
 
 
Fig 6: Display of design, verification and validation workflow 
. 
 
Fig 7: Certification Compliance tool takes generated artifacts as input 
 
 
Fig 8: Generated compliance percentage of an artifact and  
reason for non-compliance 
if(h>maxvalue): 
                         maxvalue=h 
                         maxname=j 
                         result.append(maxvalue)  
                         for i in range(0,len(result)): 
                            if(result[i]>90): 
                                 comp.append(lib1[i]) 
                                 else: 
                                     noncomp.append(lib1[i]) 
1965
 
 
 
TABLE 1 
Filename Compliance % 
psac.pdf 98.823529 
sdd.docx 94.468932 
svcp.docx 100.00000 
swssdp.docx 90.746753 
scmp.pdf 96.311367 
srs.docx 96.311367 
VI.  CONCLUSION AND SCOPE FOR FUTURE WORK 
The process of compliance check automated with the help of 
Certification Compliance Tool (CCT) can be performed 
efficiently and effectively. The work proposed in this paper  aids 
in providing confidence on compliance checks with respect to 
standards as per RTCA DO178B/C. It generates compliance 
percentage for the artifacts upon comparing with RTCA DO-
178B/C standard guidelines. It makes an attempt to show the 
role of parsers hiding the complexity of different file formats 
and allows even huge artifacts from different phases of Software 
Development Life Cycle to be parsed and pre-processed without 
any difficulty and involvement of any laborious manual process. 
The future work includes adding more intelligence to the tool by 
extracting more critical properties from the whole document text 
content and analyzing with standard documents to obtain 
accurate Compliance Percentage.  
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