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「スタート状態」を open に追加 
while(open に状態が残っている) { 
    s := open から優先順位の一番高い状態を取り出す 
    if(s がゴール状態の条件を満たしていれば) 終了 
    if(s が closed に存在しなければ) { 
 s を closed に追加 
 s から次に行ける状態すべてを生成し， 
 それぞれを ss とする { 
     cost = スタートから ss までのコスト 






















back( ) :末尾のデータの参照 
pop_back( ): 末尾のデータの削除 
size( ) :要素数を得る 
empty( ): 要素がないかどうか判定 
4.2. deque  
































top( ) : 一番●●なデータを参照。 
pop( ) :一番●●なデータを削除。 
4.4. 構造体の比較関数 
 「より小さい」を示す二項演算’<’を定義する。二項演
算 > は < を用いて示すことができる。等価演算 == は， 




クセスでき，その名前は first, second となっている。pair
の大小関係は，プライマリーキーが 1 つ目のデータ，セ
カンダリーキーが 2 つ目のデータと既に規定されている。 
代表的な関数 















 pair のように，キーへのアクセスが first，値へのアク
セスが second となる。 
 
４． 例 1（横型探索） 
横型探索の簡単な例として，パソコン甲子園プログラ
ミング部門（会津大学が主催している高校生対象のチー





















に長さ N=4 で brbr という色をした虫がいたとする。こ
の虫は，1 秒後の可能性 として， 
1. 最初の br が gg に変化した ggbr 
2. 真ん中の rb が gg に変化した bggr 
3. 最後の br が gg に変化した brgg 
と 3 つの可能性がある。 
 さらにその 1 秒後（開始 2 秒後）には，次の可能性が
ある。 
 ggbr からの可能性として grrr と gggg 
 bggr からの可能性として bgbb と rrgr 



















体節の長さ N の範囲は，2 以上 10 以下となっている。
状態表現は文字列(C++の string クラス)を使う。色によ






あらかじめ r, g, b の 3 文字の文字コードの総和を求めて
いる。変化前の 2 色の文字コードを総和から減じること
により，変化後の色の文字コードを得ることができる。 




経過秒数と状態文字列の pair としている。open の変数
宣言では，deque で，格納される内容が pair<int, string>
であることを示している。 




















// #include マクロは省略 
using namespace std; 
int solve(const string &start) 
{ 
 const int N = start.length( ); // 文字列長が体幹の長さ 
 // 3 つのゴール状態文字列の生成。 
 const string r_goal = string(N, 'r'); // 長さ N ですべて r の文字列 
 const string g_goal = string(N, 'g'); // 長さ N ですべて g の文字列 
 const string b_goal = string(N, 'b'); // 長さ N ですべて b の文字列 
 const int color_sum = 'r' + 'g' + 'b'; // 3 色の文字の合計（変化する色を求めるとき使用） 
 deque< pair<int, string> > open; // open は，<秒数, 状態>のペアが入る，双方向キュー 
 set<string> closed; // closed は状態(string)が入る集合 
  
 open.push_back(make_pair(0, start));// 開始状態を open に入れる 
 closed.insert(start);  // 最小コストは逆転されないのでここで入れる 
 
 while(! open.empty( )) { 
     // open の先頭要素の取り出し 
     const int cost = open.front( ).first; 
     const string state = open.front( ).second; 
     open.pop_front( ); 
     // 状態がゴールならば秒数を返す 
     if(state == r_goal || state == g_goal || state == b_goal) return cost; 
     // 次の変化の可能性を生成 
     for(int i = 1; i < N; i++) { 
         if(state[i-1] != state[i]) { // 隣り合った体幹が違う色の場合 
             string nstate = state; // 新しい状態 
             // 現在の体幹とは違う色を求め，その色に変える 
             char color = color_sum - state[i-1] - state[i]; 
             nstate[i-1] = color; 
             nstate[i] = color; 
             if(closed.find(nstate) == closed.end( )) { // 新しい状態が closed にないならば 
                 // 秒数を 1 つ増やしたものと，新しい状態とのペアを open に追加 
                 open.push_back(make_pair(cost + 1, nstate)); 
                 closed.insert(nstate); // 最小コストは逆転されないのでここで入れる 
             } 
         } 
     } 
 } 
 return -1; // すべての変化を調べつくした。-1, NA 
} 
 
// main 関数は省略 
 





















こでは移動中にいる部屋の x 座標と y 座標となる。 
左上の座標位置である(0, 0)からスタートし，右下の座
21 
標位置である(w-1, h-1)がゴールとなる。 0: 右 (x を 1 増やす) 方向 
部屋の 4 方向の壁の有無を見て，壁がないときには，
その方向の部屋に移動できるとする。通った部屋数の最
小を求めるので，1 ステップで 1 部屋移動する横型探索
を用いる。 
1: 下 (y を 1 増やす) 方向 
2: 左 (x を 1 減らす) 方向 
3: 上 (y を 1 減らす) 方向 
この番号と，移動方向を格納している dy, dx 配列，壁が
あるかどうか示す wall 配列の添字をあわせるようにし
ている。 19B5.3. コード 










 4 節の問題は，状態表現が文字列のため set を 
用いて closed データ構造を表現した。この問題は，2 つ













// #include マクロは省略 
using namespace std; 
const int SIZE = 32; 
typedef pair<int, int> State; 
typedef pair<int, State> Node; 
const int INF = 100000; 
bool wall[SIZE][SIZE][4]; 
int solve(const int h, const int w) 
{ 
// y=0, x=0 がスタート 
  int closed[SIZE][SIZE] = {false}; 
 closed[0][0] = true;  
 deque<Node> open; 
 open.push_back(make_pair(1, make_pair(0, 0))); // スタート位置は一部屋目 
 // y=h-1, x=w-1 がゴール 
 const int goal_y = h-1, goal_x = w-1; 
 while(! open.empty()) { 
  Node s = open.front(); open.pop_front(); 
  const int step = s.first, y = s.second.first, x = s.second.second; 
  if(y == goal_y && x == goal_x) return step; // ゴールに到達した場合 
  // 4 方向の壁を調べる 
  const int dx[4] = {1, 0, -1, 0}; 
  const int dy[4] = {0, 1, 0, -1}; 
  for(int d = 0; d < 4; d++) { 
      if(wall[y][x][d] == false) { // 壁がないので移動できる 
          const int nx = x + dx[d], ny = y + dy[d]; 
          if(closed[ny][nx] == false) { 
              closed[ny][nx] = true; 
              open.push_back(make_pair(step+1, make_pair(ny, nx))); 
          } 
      } 
  } 
 } 
 return 0; // すべての移動先を調べ尽くした 
} 

















ロボットへの命令は 5 種類ある。（番号が命令番号） 
0. 直進(Straight)：現在の進行方向のまま，次のマス
に前進する。 
1. 右折(Right)：現在の進行方向を 90 度右に変えて，
次のマスに前進する。 
2. 反転(Back)：現在の進行方向を 180 度変えて，次
のマスに前進する。 
























態にする。右，下，左，上の順に 0, 1, 2, 3 の整数値を方
向に割り当てる。x 座標，y 座標，方向の 3 つ組みを状
態とするために構造体を用意する。open のデータ構造と













// #include マクロは省略 
using namespace std; 
// 状態を表す構造体 
struct State{ 
 int y, x; // 位置 
 int d; // 向き 
}; 
// 構造体の大小関係の定義 
// < でも > でもないものが等価==なので，全ての値が同じときだけ == になるようにする 
bool operator<(const State &a, const State &b) 
{ 
    if(a.y < b.y) return true; if(a.y > b.y) return false; 
    if(a.x < b.x) return true; if(a.x > b.x) return false; 
    return a.d < b.d; 
} 
// > は， < の反対（以下は典型的な記述） 








































2 次元の座標，向きの 3 つとも整数値なので，closed
は 3 次元配列を用いることができる。ここでは，整数値
以外の状態表現のケースの記述方法を紹介するために，





typedef pair<int, State> Node; 
 
const int SIZE = 32; 
int op[SIZE][SIZE]; // 床に書いてある命令 
int standard_cost[4]; // 命令に対する標準コスト 
int solve(const int h, const int w) 
{ 
  map<State, int> closed; 
 priority_queue< Node, vector<Node>, greater<Node> > open; // コスト最小を取り出すため 
 State start = (State){0, 0, 0}; 
 open.push(make_pair(0, start)); 
 closed[start] = 0; 
 const int goal_x = w-1, goal_y = h-1; 
 while(!open.empty()) { 
      // コスト最小を取り出す 
  int cost = open.top().first; 
  State cur = open.top().second; 
  open.pop(); 
  // ゴールに到達しているかどうか判定 
  if(cur.y == goal_y && cur.x == goal_x) return cost; 
  // ロボットの移動 
  const int dx[] = {1, 0, -1, 0}; 
  const int dy[] = {0, 1, 0, -1}; 
  for(int d = 0; d < 4; d++) { 
   const int nd = (d + cur.d) % 4;// ロボットの新しい向き 
   const int ny = cur.y + dy[nd]; 
   const int nx = cur.x + dx[nd]; 
   if(ny >= 0 && ny < h && nx >= 0 && nx < w) { // 新しい位置は枠内にある 
    int ncost = cost + (d == op[cur.y][cur.x] ? 0 : standard_cost[d]); 
    State nstate = (State){ny, nx, nd}; 
    if(closed.find(nstate) == closed.end() // 既に訪問していない 
            || ncost < closed[nstate]) { // 又は過去のコストより小さい 
     closed[nstate] = ncost; 
     open.push(make_pair(ncost, nstate)); 
    } 
   } 
  } 
 } 
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