ABSTRACT
INTRODUCTION TO MODEL-BASED DESIGN
A model represents a dynamic system whose response is a function of its inputs, state, and time. Historically, system engineers have used block diagrams as shown in Figure 1 to model plant environments and physical systems as well as to design ECU algorithms.
In recent years, graphical modeling environments consisting of block diagrams and state machines have been used to analyze, simulate, prototype, specify, and deploy software algorithms in production ECUs. Model-Based Design refers to the use of models and modeling environments as the basis for ECU development. automatically generated using the Legacy Code Tool in Simulink. The S-functions need to be in-lined to optimize the generated code, which then calls the target-specific code without a code wrapper.
Code replacement libraries are employed to create the processor-optimized code. Typically, developers use a code replacement library to map basic operators and math functions to more optimized versions. For example, with TFL it is easy to generate code with a pragma or hardware instruction that enables automatic saturation on overflow protection. Replacements can also be used to create a highly optimized trigonometry function.
In addition to S-functions and code replacements, developers need to create a custom main file and automate the build process to invoke the cross-compiler tool chain. The compilation, download, and execution can be fully automated. These build customizations are done using source file templates, template make files, and hook APIs that help control the build process.
Finally, a System Target File can be created to enable the fully customized build solution described above. A more detailed discussion of these topics is available in the Simulink Coder documentation [1].
The key steps can be summarized as follows:
1. Create a System Target File (STF) baseline target without drivers.
2. Add device driver blocks using S-functions.
3. Add code optimizations using Target Function Libraries.
4. Select the STF to generate and compile code.
5. Download and run the code on the target processor.
6. Tune parameters using external mode or a thirdparty calibration tool (optional).
Tuning parameters using external mode requires a communication interface between the host and target. Once this is established, external mode APIs can be used to create a program for interactive communication.
A basic example that uses TCP/IP is provided with Simulink, and other options are available.
For example, to use CAN, developers would need host CAN support, perhaps using Vehicle Network Toolbox, which they would use to communicate with the target's CAN support. A CAN Calibration Protocol (CCP) block could be developed from scratch or ported from an existing example. Then during code generation, developers can select the option for creating ASAP2 files to define the data and memory locations.
See [2] for an example full executable OTRP approach using in-house real-time operating system integration.
ALGORITHM EXPORT APPROACH -As with the full executable approach, developers should establish model guidelines [3] with code generation settings, and create the floating-or fixed-point design. However, device driver blocks are not going to be created since these are in the hand-coded framework software. The framework will also call the generated algorithm code. The key to a successful call, or integration, is to establish the appropriate call interface and reference but not redefine the interface data.
Embedded Coder provides a number of options for controlling the function signature of the generated code. By default, it generates the initialize, step, and terminate functions as void-void functions with global data. Separate data structures are created for each category of data in a Simulink model. Variables created for Simulink inports, outports, parameters, and states are each placed in separate data structures. Storage for each of the structures is allocated by the generated code.
Developers can change this default behavior and pass pointers to each of the structures as arguments to the initialize, step, and terminate functions. In this case, the generated code will no longer rely on global data and can be reused. The developer is responsible for declaring storage for each of the data structures.
Developers can also explicitly control the prototype of the initialize, step, and terminate functions. In addition to the function name, developers can specify the argument names, passing mechanisms (by reference or by value), and qualifier. The dialog box for controlling a function prototype is shown in Figure 8 . This example is for a Simulink model with four inports and one outport. The default void-void prototype was changed to pass the inputs in several ways, while the Simulink outport is set to be a return value from the function. 
