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Resumen 
Este proyecto final de carrera pretende abarcar las posibilidades de un protocolo de 
comunicación Publish/Subscribe. Evaluando y desarrollando mejoras para el consumo en 
redes de sensores inalámbricos, como posibles aplicaciones del protocolo en el ámbito de 
tecnologías web, mejorando así la experiencia del usuario. 
Para ello se empleará el uso de varios lenguajes de programación: C++, Java, HTML, 
JavaScript y varios Frameworks que intervienen en el desarrollo, las pruebas y la 
implementación de aplicaciones web. Además, se realizará el diseño de un modelo ontológico 
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Introducción 
En este proyecto, se quiere llevar acabo la simulación del protocolo MQTT-S/SN mediante las 
especificaciones desarrolladas por IBM, destinado a dispositivos 802.15.4 (tipo domótica) 
para una red de sensores inalámbricos o también conocido como WSN1. 
En nuestro caso se realizará tanto el algoritmo y las mejoras a la especificación para el modelo 
inalámbrico, teniendo como referencia también las especificaciones para el modelo alámbrico. 
El modelo desarrollado en el Framework de INETMANET2 para el simulador OMNeT++, será 
el utilizado para la implementación del protocolo, donde nos proporciona la ayuda necesaria 
en las diferentes capas: física, mac, red y aplicación; creadas para diseñar los diferentes 
escenarios de simulación dentro de una red de sensores inalámbricos. Para este proyecto, el 
mayor volumen de trabajo se centrará en la implementación de la capa de aplicación. 
1.1. Objetivos del proyecto 
En este apartado se marcan los objetivos del proyecto: 
1. Implementación del mecanismo Publish/Subscribe en el simulador 
o Desarrollo del protocolo MQTT-S/SN 
o Escenarios de simulación  
o Diferentes arquitecturas de simulación y experiencia con el usuario 
2. Análisis y Evaluación MQTT-S/SN 
o Herramientas OMNeT++ / Algoritmos / Mejoras 
o Utilizaremos herramientas de simulación del protocolo, donde podremos 
desarrollar todos los mecanismos del Publish/Subscribe en un entorno 
controlado y a su vez plantear nuevas mejoras para el uso y el rendimiento 
del protocolo para este proyecto. 
o Escenarios de evaluación para el protocolo 
                                               
1 WSN: Wireless Sensor Network 
2 Se explicará con más detalle en el aparatado: 3.3  
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o Plantearemos escenarios como plan de pruebas para desarrollar el 
protocolo. Usaremos los mecanismos descritos en las especificaciones del 
MQTT-SN v1.2. Realizaremos diferentes niveles de calidad en dichos 
mecanismos. 
 El documento está organizado con los siguientes capítulos:  Capítulo 2. Mecanismo Publish/Subscribe Capítulo 3. Simulador Capítulo 4. Implementación del protocolo al simulador  Capítulo 5. Implementación del protocolo a una aplicación web Capítulo 6. Evaluación Conclusiones  
1.2. Alcance del proyecto 
El alcance del proyecto se dividirá en 3 bloques: 
Desarrollo: Implementar el protocolo MQTT-S/SN en el simulador OMNeT++ 
Llegar a implementar el protocolo MQTT-S/SN en los nodos de Gateway, Publisher y 
Subscriber con los mecanismos necesarios para la simulación de los escenarios.  
Pruebas: Escenarios de simulación y mejoras en el protocolo MQTT-S/SN 
Realizar escenarios reales para evaluar en el entorno del simulador y crear 
mecanismos de mejora o alternativas para el uso del protocolo MQTT-S/SN. 
Interpretación: Interfaz de análisis y aplicación del MQTT-S/SN 
Realizar una interfaz de monitorización/aplicación de los resultados obtenidos 
mediante el simulador. 
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2. Mecanismo Publish/Subscribe 
En este capítulo, se centra en explicar las partes que conformara el mecanismo 
Publish/Subscribe dentro del protocolo MQTT-S/SN. Pudiendo dividir estas partes en: 
protocolo, arquitectura y mecanismos a desarrollar.  
2.1. Protocolo MQTT-S/SN 
2.1.1. Introducción 
MQTT-S/SN (Message Queue Telemetry Transport Protocol for Sensor Networks) es un protocolo ligero de Publicar/Subscribir (Publish/Subscribe) para redes de sensores inalámbricos desarrollado por IBM, basado en gran parte en MQTT.  Pudiendo ser utilizados para mediciones y detección o automatizaciones y procesos de control.3 
MQTT es el resultado de realizar un protocolo ideal para la tecnología emergente de un mundo de dispositivos conectados, “máquina-a-máquina” (machine-to-machine / M2M) o “Internet de las cosas” (Internet Of Things / IoT) y para aplicaciones móviles, donde el ancho de banda y la potencia de la batería son un bien escaso.4 
Este protocolo está diseñado para dispositivos de tasa baja de transmisión de datos (LR-WPAN5) que presentan altos fallos de enlace, longitud corta de mensajes, con uso de baterías, con recursos de procesamiento y almacenamiento limitado. En gran medida, dispositivos de bajo coste, como es el caso de dispositivos 802.15.4 como ZigBee6. 
A grandes rasgos este protocolo MQTT-S/SN se diferencia al MQTT en: 
o Topic String remplazado por Topic ID (siendo necesario menos bytes) 
o Topic ID predefinidos no siendo necesario un registro. 
o Procedimiento de descubrimiento para los clientes para encontrar gateways/brokers. (No necesita tener guardado estáticamente las direcciones de los gateways/brokers) 
o Soporta estados de fuera de línea, pero vivo (Off-line keepalive) cuando están en modo “sleeping” los clientes. Pudiendo recibir un búfer de mensajes del Gateway una vez vuelvan a estar en línea (On-line).  
 
                                               3 Referencia bibliográfica [1]  2. Introduction 
4 Referencia bibliográfica [10] MQTT Web page 
5 LR-WPAN: low-rate wireless personal area network 
6 Zigbee: es una nueva tecnología de inalámbrica de corto alcance y bajo consumo, que se definió como 
una solución inalámbrica de baja capacidad para aplicaciones en el hogar como la seguridad y la 
automatización.  Referencia bibliográfica [26] 
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2.1.2. Arquitectura de MQTT-S/SN 
 La arquitectura se basa fundamentalmente en 3 tipos de nodos (Gateway / Client / Forwarder), estos nodos se intercomunican mediante el protocolo MQTT-S/SN de forma inalámbrica y mediante protocolo MQTT de forma alámbrica.  
 Figuras 2-1 - Arquitectura MQTT y MQTT-S/SN7  Nos centraremos únicamente en la comunicación por MQTT-S/SN entre cliente y Gateway.  o Nodo Cliente Los nodos representados como Clientes pueden ser Publisher o Subscriber. Para el caso de Publisher será el nodo encargado de publicar la información actual de uno o varios tópicos (temperatura, humedad, luz, …), para el Subscriber será el nodo subscrito a la información de uno o varios tópicos del mismo Publisher o varios Publishers.   o Nodo Gateway Los nodos representados como Gateway se encargarán de conectar con los nodos clientes, y una vez conectados para el caso del Publisher, registrar los tópicos disponibles de cada nodo Publisher e informar de estos tópicos a los nodos Subscriber, para que cada nodo Subscriber pueda subscribirse a los tópicos del Publisher o los Publishers que esté interesado recibir información.  
                                               7 Referencia bibliográfica [1]  4. MQTT-SN Architecture  
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2.1.3. Formato del mensaje MQTT-S/SN 
El protocolo MQTT-S/SN está formado por un conjunto de mensajes estructurados en 
octetos8. Cada mensaje estará formado por dos partes, la cabecera (Header) y la parte de 
variables del mensaje. 
Figuras 2-2 - Formato Mensaje en MQTT-S/SN9 
2.1.3.1. Cabecera del mensaje 
Figuras 2-3 - Formato Cabecera en MQTT-S/SN10 
 
La cabecera estará formada por dos campos:  
 Length: campo encargado de definir el número de octetos que tendrá el mensaje (incluido el campo Length). 
Si se codifica el primer octeto del campo de Length "0x01", entonces el campo Length es de 3 octetos de largo; en este caso, los dos siguientes octetos especifican el número total de octetos del mensaje (octeto más significativo primero). De lo contrario, el campo Length es sólo de 1-octeto de longitud y especifica en sí el número total de octetos contenidos en el mensaje. 
Por lo tanto, este campo puede tener 3 octetos permite la codificación de mensajes con longitud de hasta 65535 octetos. 
MQTT-S/SN no soporta la fragmentación y reensamblaje del mensaje, la longitud máxima del mensaje que podría ser utilizado en una red, se rige por el tamaño máximo de paquete que es compatible con esa red, y no por la longitud máxima que podría ser codificada por MQTT-S/SN. 
                                               
8 1 Octeto = 8 bits  
9 Referencia bibliográfica [1]  5. Message Formats  5.1. General Message Format  
10 Referencia bibliográfica [1]  5. Message Formats  5.2. Message Header 
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o MsgType: campo encargado de especificar el tipo de mensaje  
Figuras 2-4 - Tipos de Mensajes en MQTT-S/SN11 
En el anexo [Tipos de mensajes en MQTT-S/SN] se describirán los diferentes mensajes del protocolo.  
2.1.3.2. Variables del mensaje12 
 ClientId: campo único destinado para la identificación de cada cliente, sea Publisher o Subscriber. 
 Data: campo destinado a almacenar el dato del tópico. 
 Duration: campo destinado a especificar la duración de un período de tiempo en segundos. 
 Flags: este campo contenido en 1 octeto contiene 6 flags específicos. 
o DUP: este campo si su valor es “0” el mensaje es enviado por primera vez, si es “1” ha sido retransmitido 
o QoS: este campo destinado a indicar el nivel de servicio. Usa 2 bits para indicar el nivel 0 con “00”, el nivel 1 con “01”, el nivel 2 con “10”. Para el 
                                               
11 Referencia bibliográfica [1]  5. Message Formats  5.2.2. MsgType 
12 Referencia bibliográfica [1]  5. Message Formats  5.3. Message Variable Part 
Figuras 2-5 - Subcampos del campo Flags 
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caso de la representación de “11” bits nos indicara un nivel -1, utilizado únicamente para un mensaje de PUBLISH enviado por un cliente. 
o Retain: este campo nos indica si es mensaje ha estado retenido o guardado. Este campo se utiliza únicamente para los mensajes PUBLISH. 
Este campo es útil para establecer si un nodo se subscribe a un nuevo tópico y al recibir el primer mensaje PUBLISH, este mensaje se encontraba retenido o lo recibe en tiempo real. 
o Will: este campo si esta seteado si el cliente está solicitando un Will topic y Will message de respuesta dentro de un mensaje CONNECT.  
o CleanSession: este campo indica el manejo del estado de la sesión.  
Si es de valor 0, el Gateway debe de restablecer la sesión con ese cliente(Publisher/Subscriber) con la sesión actual. 
Si es de valor 1, el cliente y el Gateway deben de descartar cualquier sesión anterior y empezar de nuevo. 
Dentro de MQTT-S/SN, solo tiene relevancia para el uso del mensaje CONNECT, extendido para Will topic y Will message. 
o TopicIdType: indica si el campo del TopicID o TopicName incluido en el mensaje contiene un id del tópico normal (con valor 0b00), un id del tópico predefinido (con valor 0b01), o un nombre corto del tópico (con valor 0b10).    
 GwAdd: campo que contiene la dirección de la puerta de enlace de la red a la que opera. 
 GwId: campo que identifica de forma única la puerta del enlace. 
 MsgId: campo corresponde al parámetro “Message ID”. Este parámetro puede ser usado en el remitente para notificar o validar otros mensajes dentro del protocolo. 
 ProtocolId: este campo está formado por 1 octeto de longitud. Corresponde al “Protocol Name” y el “Protocol Version” del mensaje CONNECT. 
 Radius: el campo es de 1 octeto de longitud, indica el valor del radio de difusión (broadcast radius). El valor 0x00 significa "difusión a todos los nodos de la red". 
 ReturnCode: el valor y significado del octeto de longitud en este campo descrito en la siguiente tabla. 
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 TopicId: el campo es de longitud fija con 2-octeto y contiene el valor del identificador del tópico. El valor “0x0000” y “0xFFFF” son reservados. 
 TopicName: este campo es de longitud variable y contiene una cadena UTF-8 que especifica el nombre del tópico.  
 WillMsg: este campo es de longitud variable y contiene el mensaje de Will. 
 WillTopic: este campo es de longitud variable y contiene el nombre del tópico Will. 
2.2.  Mecanismos a desarrollar en MQTT-S/SN 
Los mecanismos a desarrollar dentro del proyecto se dividirán en la creación de mensajes 
que conforma el protocolo dentro del simulador, el conjunto de tablas y estructuras de datos 
que participan en la simulación y el desarrollo de los algoritmos del protocolo, para la toma de 
decisión, interpretación y la interacción de los mensajes, que se llevaran a cabo en la 
comunicación entre los nodos o participantes de la comunicación. 
2.2.1. Descripción funcional del protocolo  
Para el desarrollo del protocolo MQTT-S/SN se ha seguido lo más parecido semánticamente 
al definido en el MQTT y según en la descripción funcional de la especificación del documento 
de MQTT-SN v1.2.13 
2.2.1.1. Gateway mensajes de ADVERTISE y DISCOVERY14  
El Gateway puede anunciar su presencia dentro de los dispositivos de la red que se 
encuentren en alcance transmitiendo periódicamente un mensaje ADVERTISE. En la misma 
red puede coexistir varios Gateway al mismo tiempo, siendo necesario diferentes 
                                               
13 Referencia bibliográfica [1] Chapter 6. Functional Description 
14 Referencia bibliográfica [1] Section 6.1. Gateway Advertisement and Discovery 
Figuras 2-6 - Valor y significado de los códigos de retorno 
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identificadores para cada uno de ellos. Les corresponde a los dispositivos clientes decidir a 
qué Gateway deberá estar conectado. 
El cliente debe de mantener una lista de los Gateway’s activos que han establecido su 
presencia a través de los mensajes recibidos ADVERTISE y GWINFO. 
El tiempo de duración TADV hasta que el Gateway envíe el siguiente mensaje ADVERTISE es indicado en el campo “Duration” del mensaje ADVERTISE. Un cliente puede utilizar esta 
información para monitorear la disponibilidad del Gateway. Por tanto, si no se recibe un 
mensaje ADVERTISE en NADV veces, el cliente puede considerar que el Gateway está caído, desconectado o fuera de rango, pudiendo eliminar de su lista de Gateway’s activos. De la 
misma forma los Gateway’s en modo espera (stand-by mode) que se activen (empezará a 
enviar mensajes ADVERTISE) si pierden sucesivamente un par de veces los mensajes 
ADVERTISE de un determinado Gateway.  
Puesto que los mensajes ADVERTISE se transmiten en toda la red inalámbrica, el TADV intervalo de tiempo entre dos mensajes ADVERTISE enviados por un Gateway debe ser lo 
suficientemente grande (por ejemplo, mayor que 15 min) para evitar la congestión de ancho 
de banda en la red. 
Un valor grande de TADV conducirá a un largo tiempo de espera para los nuevos clientes que están buscando una puerta de enlace. 
Para acortar el tiempo de espera a un cliente puede difundir (broadcast) un mensaje 
SEARCHGW. Para evitar las tormentas de difusión (broadcast storms) cuando varios clientes 
inician la búsqueda del Gateway casi al mismo tiempo, el envío del mensaje SEARCHGW 
está retrasado por un tiempo aleatorio entre 0 y TSEARCH GW. Un cliente cancela su transmisión del mensaje SEARCHGW si recibe durante este tiempo de retardo (0, TSEARCH GW) un mensaje SEARCHGW enviado por otro cliente e idéntica a la que quiere enviar, se comporta como si 
el mensaje SEARCHGW fuese enviado por sí mismo. 
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El radio de difusión (broadcast radius Rb) del mensaje SEARCHGW es limitado, por ejemplo, a un solo salto en el caso de un denso despliegue de clientes MQTT-S/SN. 
Al recibir un mensaje SEARCHGW el Gateway responde con un mensaje GWINFO que 
contiene su identificador. Del mismo modo, un cliente responde con un mensaje GWINFO si 
tiene al menos un Gateway activo en su lista de Gateways activas. Si el cliente tiene múltiples 
Gateway’s en su lista, se selecciona un Gateway fuera de su lista e incluye esa información 
en el mensaje GWINFO. 
Al igual que el mensaje SEARCHGW, se emite el mensaje GWINFO con el mismo radio de 
difusión Rb, que se indica en el mensaje SEARCHGW. El radio de Rb también se da a la capa subyacente cuando se pasan estos dos mensajes hacia abajo para la transmisión. 
Se dará prioridad a los Gateway’s, el cliente retrasará su envío del mensaje GWINFO por un 
tiempo aleatorio TGW INFO. Si durante este tiempo de retardo el cliente recibe un mensaje GWINFO que cancelará la transmisión de su mensaje GWINFO. 











Figuras 2-7 - Flujo de mensajes: Gateway mensajes ADVERTISE y 
DISCOVERY 
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En caso de no respuesta el mensaje SEARCHGW puede retransmitirse. En este caso los 
intervalos de tiempo entre dos mensajes consecutivos SEARCHGW se deben aumentar de 
forma exponencial. 
Recomendación de valores:   
 
 Figuras 2-8 - Tabla de valores: Gateway mensajes ADVERTISE y DISCOVERY 
 
2.2.1.2. Configuración de la conexión con el cliente15 
Como ocurre con el protocolo MQTT, un cliente MQTT-S/SN tiene que configurar una 
conexión a una Gateway antes de que pueda intercambiar información con que Gateway. El 
procedimiento para establecer una conexión con un Gateway, en el que se supone que el 
cliente solicita permiso al Gateway para transferir los valores de los campos “WillTopic” y 
“WillMessage”. Esta solicitud se indica mediante la configuración del valor en el campo “Flags” 
del mensaje CONNECT.  
Una vez el cliente recibe el mensaje WILLTOPICREQ en respuesta al CONNECT recibido en 
el Gateway, el cliente envía entonces el mensaje WILLTOPIC con los valores del campo 
“Flags” y “WillTopic”. Posteriormente si recibe el mensaje WILLMSGREQ del Gateway tras el 
WILLTOPIC, el cliente envía el mensaje WILLMSG con el valor del campo “WillMessage”. El 
procedimiento se termina con el mensaje CONNACK enviado por el Gateway. 
Si el valor del campo “Flags” no es establecido o seteado entonces el Gateway contesta 
directamente con un mensaje CONNACK. 
En caso de que el Gateway no pueda aceptar la solicitud de conexión (por ejemplo, debido a 
la congestión o no soportar una característica indicada en el mensaje CONNECT), el Gateway 
devuelve un mensaje CONNACK con el motivo de rechazo (Return Code). 
 
                                               
15 Referencia bibliográfica [1]  Section 6.2. Client’s Connection Setup 
TADV: mayor que 15min.   NADV: 2-3   TSEARCH GW: 5 segundos TGW INFO: 5 segundos 
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Figuras 2-9 - Flujo de mensajes 
2.2.1.3. Procedimiento para registrar el nombre de un tema 16 
A diferencia del protocolo MQTT para el protocolo MQTT-S/SN tenemos limitaciones de ancho 
de banda y longitud corta de datos en el mensaje, por tanto, los datos no se publican junto 
con el nombre del tema (Topic Name). Y resulta necesario realizar un proceso de registro 
entre el cliente y el Gateway para informar del uso de un identificador corto (short topic id) 
dentro de los mensajes PUBLISH. 
Para registrar el “Topic Name” el cliente envía un mensaje REGISTER al Gateway. Si el 
registro puede ser aceptado, el Gateway asigna un “topicId” para el “Topic Name” recibido y 
lo devuelve con un mensaje REGACK al cliente. Si el registro no puede ser aceptado, también 
se devuelve al cliente un mensaje REGACK con la causa del fallo codificado el campo 
“ReturnCode”. 
Después de haber recibido el mensaje REGACK con ReturnCode = "Accepted (code=0x00)", 
el cliente utilizará el “topicId” asignado para publicar los datos del “Topic Name” 
                                               
16 Referencia bibliográfica [1]  Section 6.5. Topic Name Registration Procedure 
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correspondiente. Sin embargo, el REGACK contiene un código de rechazo "Rejected: …"17, 
el cliente puede intentar registrarse más tarde de nuevo. Si el código de retorno fue "Rejected: 
la congestión", el cliente debe esperar un tiempo de valor definido como TWAIT antes de volver a reiniciar el procedimiento de registro. 
Un cliente únicamente puede tener un proceso de registro, es decir, un mensaje REGISTER 
en curso y debe de esperar a recibir un mensaje REGACK antes de que pueda registrar otro 
“Topic Name”. Un Gateway puede enviar un mensaje REGISTER a un cliente para actualizar 
el valor del “topic id” asociado al “Topic Name” que publica el cliente en el envío de mensajes 
de PUBLISH. 
2.2.1.4.  Procedimiento para suscribir y desuscribirse al tema de un cliente18 
Para subscribirse al “Topic name”, un cliente envía un mensaje SUBSCRIBE al Gateway con 
el “Topic name” incluido en ese mensaje. Si el Gateway es capaz de aceptar la suscripción, 
asigna un “topic id” para el “topic name” recibido y lo devuelve dentro de un mensaje SUBACK 
al cliente. Si la suscripción no se puede aceptar, a continuación, un mensaje SUBACK también 
se devuelve al cliente con la causa rechazo codificado en el campo “ReturnCode”. Si la causa 
de rechazo es "rejected: congestion", el cliente debe esperar a un tiempo TWAIT antes de reenviar el mensaje SUBSCRIBE al Gateway. 
Si el cliente se suscribe a un “Topic name” que contiene un carácter comodín (*), el mensaje 
de respuesta SUBACK contendrá el valor 0x0000 Identificación del tema. El Gateway usará 
el procedimiento de registro para informar al cliente sobre el valor del “topic id” que fue usado 
cuando tuvo el primer mensaje PUBLISH con un nombre coincidente tema para ser enviado 
al cliente, ver también la Sección 2.2.1.7. 
Los “topic ids” pueden ser pre-definidos para ciertos “topic names”. “Topic names” cortos se 
pueden usar también. En estos dos casos, el cliente todavía tiene que suscribirse a esos “topic 
ids” predefinidos o “topic names” cortos. 
Para darse de baja, un cliente envía un mensaje UNSUBSCRIBE al Gateway, que luego serán 
contestados por medio de un mensaje de UNSUBACK. 
En cuanto al procedimiento REGISTER, un cliente puede tener sólo un SUBSCRIBE o 
UNSUBSCRIBE en transacción abierta a la vez. 
                                               
17 Valores de Rechazo ("Rejected"): Figuras 2-6 - Valor y significado de los códigos de retorno 
18 Referencia bibliográfica [1]  Section 6.9. Client’s Topic Subscribe/Un-subscribe Procedure 
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2.2.1.5. Procedimiento para publicar desde el cliente19 
Después de haber registrado correctamente un “Topic name” con el Gateway, el cliente puede 
comenzar a publicar los datos relativos al “Topic name” registrado mediante el envío de 
mensajes PUBLISH al Gateway. Los mensajes PUBLISH contienen el “topic id” asignado. 
Los tres niveles de calidad de servicio (QoS) y sus flujos de mensajes son iguales a los 
definidos en el protocolo alámbrico MQTT. La única diferencia es el uso de “topic id” en lugar 
de “Topic name” en los mensajes de PUBLISH. 
 
 
                                               









Figuras 2-10 - Flujo de mensajes 
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Independientemente del nivel de QoS solicitado el cliente puede recibir en respuesta a su 
PUBLISH un mensaje PUBACK que contiene tampoco 
o el ReturnCode= "Rejection: invalid topic Id": en este caso el cliente tiene que 
registrar el nombre del tema de nuevo antes de que pueda publicar datos 
relacionados con ese nombre del tema; o  
o el ReturnCode= "Rejection: congestion": en este el cliente deberá dejar de publicar 
hacia al Gateway por al menos un tiempo de TWAIT. 
En cualquier momento que un cliente puede tener sólo un nivel de QoS 1 o 2 PUBLISH 
mensaje pendiente, es decir, tiene que esperar a la terminación de este intercambio de 
mensajes PUBLISH antes de que pudiera empezar una publicación a nivel 1 o 2. 
 
2.2.1.6. Mensajes PUBLISH con QoS de Nivel -120 
Estos mecanismos se utilizar para implementaciones de clientes con características reducidas 
o muy simples. No requiere de una configuración de conexión previa, ni registro, ni 
subscripción. El cliente únicamente envía un mensaje al Gateway (esta dirección es conocida 
previamente por el cliente) y elimina toda existencia del mensaje una vez publicada. Siendo 
                                               









Figuras 2-11 - Flujo de mensajes 
Pág. 28  Memoria 
 
totalmente ajeno de si la dirección del Gateway existe, si el Gateway se encuentra activo/vivo, 
o si los mensajes llegan al Gateway. 
Para la configuración de mensajes PUBLISH con este nivel de calidad de servicio (QoS) -1, 
se seguirán las siguientes especificaciones: 
o QoS flag: con valor “0b11”; 
o TopicIdType flag: se puede colocar el valor de “0b01” para predefinir el “topic id” o 
el valor de “0b10” o para un “Topic name” abreviado. 
o Campo TopicId: el valor predefinido del “topic id” o el “Topic name” abreviado. 
o Campo Data: los datos que se publicarán. 
2.2.1.7. Procedimiento para publicar desde el Gateway21 
Similar para el procedimiento para publicar desde el Gateway en la sección 2.2.1.5., el 
Gateway envía mensajes PUBLISH con el valor del “topic id” que fue retornado en el mensaje 
SUBACK del cliente. 
Precediendo el mensaje de PUBLISH, el Gateway puede enviar un mensaje de REGISTER 
para informar al cliente sobre le “Topic name” y su valor “topic id” asignado. Esto ocurrirá, por 
ejemplo, cuando el cliente reconecta sin limpiar la sesión o se ha suscrito a “Topic names” 
con caracteres comodín (*). Al recibir un mensaje REGISTER el cliente responde con un 
mensaje REGACK. El gateway esperará a que el mensaje REGACK antes de enviar el 
mensaje PUBLISH al cliente. 
El cliente puede rechazar el mensaje REGISTER con un mensaje REGACK indicando el 
motivo de rechazo; esto corresponde a una cancelación de suscripción que del “Topic name” 
indicado en el mensaje REGISTER. Teniendo en cuenta que para darse de baja de un “Topic 
name” con caracteres comodín sólo se puede hacer con el procedimiento para darse de baja 
describe en la Sección 2.2.1.4. y no con el rechazo de un mensaje REGISTER, ya que un 
mensaje de REGISTER no contiene un “Topic name” con caracteres comodín. 
Si el cliente recibe un mensaje PUBLISH con un valor “topic id” desconocido, responderá con 
un mensaje PUBACK con el ReturnCode = "Rejected: invalid Topic Id". Esto hará que el 
Gateway borré o corrija la asignación “topic id” incorrectos. 
Tenga en cuenta que en caso de que sea el “Topic name” o los datos son demasiado largos 
para caber en un mensaje REGISTER o mensaje PUBLISH, el Gateway aborta el 
procedimiento para publicar ese “Topic name”, notificando sin previo aviso a los suscriptores 
afectados. 
                                               
21 Referencia bibliográfica [1]  Section 6.10. Gateway’s Publish Procedure 
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2.2.1.8. Procedimiento para la retransmisión desde el cliente22 
Todos los mensajes que son “unicasted” en el Gateway (envío de información desde un único 
emisor a un único receptor) y para el que se espera la respuesta de un Gateway son 
supervisados por un temporizador de reintento con valor Tretry y un contador de reintentos con valor Nretry. El temporizador de reintento es iniciado por el cliente cuando se envía el mensaje y se detiene cuando se recibe la respuesta del Gateway. Si en tiempo con valor Tretry es superado al no recibir el mensaje, el cliente vuelve a transmitir el mensaje. 
Después de Nretry retransmisiones, el cliente cancela el procedimiento y se supone que su conexión MQTT-S/SN al Gateway está desconectado. A continuación, debe intentar conectar 
a otro gateway, y sólo si no logra volver a conectar de nuevo al antiguo Gateway. 
Siendo la transmisión de mensajes a un solo host de destino en una red de conmutación de 
paquetes. 
2.2.1.9. Procedimiento para la publicación del tema según su calidad de servicio23 
La publicación del tema tendrá un flujo de mensajes distinto en función de la calidad de 
servicio configurada para cada caso. Dentro del protocolo podemos diferencias 3 tipos de 
calidad de servició. 
 La calidad de servicio del tipo 0 (QoS 0) estará formado por un único mensaje:  
- PUBLISH mensaje con el valor del tema y con los Flags  QoS=0, DUP=0 
(descrito en el apartado 2.1.3.2). Será emitido por el Publisher al Gateway o el 
Gateway al Subscriber. 
 La calidad de servicio del tipo 1 (QoS 1) estará formado por dos mensajes:  
- PUBLISH mensaje con el valor del tema y con los Flags  QoS=0, DUP=0 
(descrito en el apartado 2.1.3.2). Será emitido por el Publisher al Gateway o el 
Gateway al Subscriber. 
- PUBACK mensaje en respuesta al PUBLISH emitido por el Publisher al Gateway 
o el Gateway al Subscriber.  
Una vez recibido el mensaje de respuesta PUBACK antes de un TRETRY se cancelará la retransmisión del PUBLISH, sino se retransmitirá hasta NRETRY veces el mensaje PUBLISH. Para el mensaje PUBACK no espera respuesta el emisor del mensaje. 
                                               
22 Referencia bibliográfica [1]  Section 6.13: Client’s Retransmission Procedure 
23 Referencia bibliográfica [2]  Section 4.3: Quality of Service levels and protocol flows 
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 La calidad de servicio del tipo 2 (QoS 2) estará formado por cuatro mensajes:  
- PUBLISH mensaje con el valor del tema y con los Flags  QoS=0, DUP=0 
(descrito en el apartado 2.1.3.2). Será emitido por el Publisher al Gateway o el 
Gateway al Subscriber. 
- PUBREC mensaje en respuesta al PUBLISH emitido por el Gateway al Publisher 
o el Subscriber al Gateway. 
- PUBREL mensaje en respuesta al PUBREC emitido por el Publisher al Gateway 
o el Gateway al Subscriber. 
- PUBCOMP mensaje en respuesta al PUBREL emitido por el Gateway al Publisher 
o el Subscriber al Gateway. 
Una vez recibido el mensaje de respuesta PUBREC antes de un TRETRY se cancelará la retransmisión del PUBLISH, sino se retransmitirá hasta NRETRY veces el mensaje PUBLISH. De igual forma para el mensaje PUBCOMP en respuesta al PUBREL 
tendrá el mismo TRETRY para retransmitir. Pero para el mensaje PUBCOMP no espera respuesta el emisor del mensaje. 
Figuras 2-12 - Flujo de mensajes. Publicación por QoS. 
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PUBLISH (TopicId0, Value0, QoS=0, DUP=0)
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3. Simulador 
Para este proyecto se utilizará el simulador OMNeT++, para el desarrollo del protocolo MQTT-
S/SN. El simulador es altamente modular, escalable, desarrollado en C++ y en código abierto 
(Open-Source). Con este simulador podremos modelar la red inalámbrica de WSN en distintos 
escenarios, implantar el protocolo MQTT-S/SN en los WSN y poder realizar medidas y 
pruebas. 
OMNeT++ es un Simulador IDE (Integrated Development Environment) basado en la 
plataforma de Eclipse desarrollado en Java. Puede funcionar sobre los sistemas operativos 
de Windows, Linux, Mac OS y otros sistemas Unix. 
3.1. Arquitectura24 
En simulador tiene una arquitectura modular. En la siguiente figura, se muestra la arquitectura 
del OMNeT++ a alto nivel: 
o Sim  
Es el componente que contiene el núcleo del simulador y la biblioteca de clases que tiene vinculado a cualquier programa del simulador. 
o Envir  
Este otro componente tiene la biblioteca con todo el código en común de las interfaces de usuario. Por ejemplo, la función main() también existe en el componente Envir. 
                                               
24 Referencia bibliográfica [5]  Section 18.1 Architecture 
Figuras 3-1 - Arquitectura del simulador OMNeT++ 
Pág. 32  Memoria 
 
o Cmdenv, Tkenv  
Estos componentes son implementaciones de interfaces específicas de usuario. Pudiendo estar vinculado la simulación a la interfaz de usuario Cmdenv o al Tkenv o ambas. 
o Model Component Library  
Este componente incluye la definición de módulos simples y sus implementaciones en C++, tipos de módulos compuestos, canales, redes, tipos de mensajes y todos los modelos relacionados con el simulador de OMNeT++.  
Un programa de simulación puede ejecutar cualquier modelo siempre que contenga los componentes vinculados. 
o Executing Model  
Es el componente con el modelo configurado para la simulación. Contiene las instancias de los módulos, canales, etc, … con los componentes en la biblioteca: Model Component Library. 
En esta parte se describe cómo interactúan los componentes del simulador:  
o Executing Model Sim  
El núcleo de la simulación gestiona los eventos futuros y las actividades de los modulos en el Executing Model donde se producen los eventos. Los módulos del Executing Model son almacenados en el objeto principal del componente Sim, 
simulation (de la clase cSimulation). A su vez, el Executing Model llama a funciones en el núcleo del simulador y utiliza las clases de la biblioteca del componente Sim. 
o Sim Model Component Library  
El núcleo de la simulación instancia módulos simples y otros componentes cuando el modelo de simulación es configurado y referenciado en la biblioteca de componentes al inicio de la ejecución de la simulación. Añadiendo los mecanismos de registro y búsqueda de los componentes en la Model Component Library se implementan como parte del componente Sim. 
o Executing Model  Envir  
El objeto ev, forma parte lógica del componente Envir, siendo la cara de la interfaz de usuario hacia el componente Executing Model. El modelo usa el objeto ev para escribir los registros de depuración (debug logs – Ejemplo: ev<<, ev.printf()).  
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o Sim Envir  
El componente Envir tiene total control de lo que sucede en el programa de simulación y donde contiene la función main()que comienza la ejecución de la simulación.  
Envir determina que modelos deben de ser configurados para la simulación, y instruye al componente Sim para hacerlo. 
Envir contiene el lazo principal de la simulación (determine-next-event, execute-event sequence) y invoca el nucleo de simulación para la funcionalidad necesaria (event scheduling y event execution se implementan en el componente Sim). 
Envir atrapa y controla los errores y excepciones que se producen en el núcleo de simulación o en las clases de la biblioteca durante la ejecución. 
Envir presenta un objeto simple (ev) que representa el entorno (interfaz de usuario) hacia Sim. 
Durante la simulación el modelo de configuración, Envir suministra valores de parámetros para Sim cuando Sim pregunta por ellos. 
Sim escribe vectores de salida mediante Envir, así que uno puede redefinir el mecanismo de almacenamiento del vector de salida cambiando Envir. 
Sim y sus clases usan Envir para imprimir información de depuración. 
o Envir Tkenv/Cmdenv 
Tkenv y Cmdenv son interfaces de usuario. Cuando un programa de simulación es inicializado, la función main() (que forma parte de Envir) determina que clases de interfaz de usuario son adecuadas, crea un instancia y lo ejecuta invocando sus métodos run(). Las invocaciones desde Sim y los modelos hacia el objeto ev son delegadas a la interfaz de usuario.  
 
  
Pág. 34  Memoria 
 
3.2. Entorno del simulador 
En este apartado se abarcará la estructura de carpetas, las herramientas de entorno y el uso 
de ficheros específicos del simulador. 
3.2.1. Estructura de carpetas en OMNeT++25 
Para facilitar el desarrollo dentro del simulador OMNeT++ está distribuido en subdirectorios, 
donde se encuentran los ejecutables, documentos, librerías y fuentes propias del simulador. 
Dentro del desarrollo de proyecto se usarán las carpetas bin/, include/, lib/, src/.  
3.2.2. Entornos de desarrollo  
En el simulador OMNeT++ disponde del entorno por defecto de la plataforma de Eclipse y los 
módulos específicos del simulador, que estarán formados por herramientas de edición de 
código y entornos gráficos, que facilita la creación de los módulos con lenguaje de descripción 
de la red (NED26)  y de ficheros con formato .ned. Como entornos para el desarrollo de las 
pruebas y análisis de las mismas. 
                                               
25 Referencia bibliográfica [5]  2.3. Using OMNeT++ 
26 NED: Network Description 
Figuras 3-2 - Estructura de carpetas del Simulador 
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3.2.2.1. Interfaz de Eclipse IDE para desarrolladores C++ 
La interfaz del Eclipse está formada por el banco de trabajo (Workbench) donde se distribuye 
la barra de herramientas, el editor y los diferentes módulos (plug-in) en forma de vistas. Se 
puede cambiar la distribución de los módulos con el uso de las perspectivas, tanto por defecto, 
como específicos de otros grupos de desarrollo (ejemplo. OMNeT++). 
 
3.2.2.2. Interfaz gráfica de edición NED27 
Dentro del simulador podemos 
seleccionar una perspectiva de 
edición NED que nos desplegará 
la interfaz gráfica donde se 
distribuye unos módulos en forma 
de vista para el desarrollo de los 
ficheros con el lenguaje NED, 
pudiendo realizar parte de la 
implementación en modo gráfico 
y en modo editor de texto. 
 
  
                                               
27 Referencia bibliográfica [5]  2.4. Using the NED  
Figuras 3-3 - Eclipse IDE Workbench 
Figuras 3-4 - Interfaz gráfica de desarrollo NED 
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Herramienta gráfica de edición de módulos y redes  
Tenemos 6 tipos de módulos por defecto en la paleta de edición de ficheros NED: 
o Módulo Simple 
o Módulo compuesto (Compuesto por módulos simples o compuestos) 
o Red 
o Canal 
o Interfaz de Módulo 
o Interfaz de Canal 
Después disponemos una librería de sub-módulos creados mediante los 
módulos por defectos. Estos sub-módulos se pueden importar mediante 
los diferentes Frameworks de los grupos de desarrolladores de 
OMNeT++ o crear los nuestros propios cómo será el caso. 
 
 
      Editor de código fuente NED  
Dispondremos de un entorno de edición de código para lenguaje NED, con las mismas 
funcionalidades que las herramientas de edición C++ que dispone la plataforma Eclipse, como 
puede ser autocompletado, resaltado de sintaxis del código en lenguaje NED, ... 
  
Figuras 3-6 - Editor de texto lenguaje NET 
Figuras 3-5 - Herramienta de 
edición de módulos y redes 
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Lenguaje NED 
El lenguaje NED (NEtwork Description) es el lenguaje de descripción topológica del simulador 
OMNeT++.  NED nos permite declarar módulos simples, interconectarlos y declarar 
módulos compuestos o redes.  
Este lenguaje es escalable, jerárquico, hereditario, y con versatilidad tanto para pequeños o 
grandes proyectos a nivel de complejidad de topología de red, como el desarrollo de los 
módulos que conforman la red. 
Permite el uso de tipos internos y anotaciones de metadatos para la declaración de nombres 




Pág. 38  Memoria 
 
3.2.3. Entornos de pruebas y análisis  
En el simulador dispone de varios entornos de pruebas y análisis que nos ayudará tanto a la 
adquisición de resultados, como al desarrollo y las conclusiones del protocolo MQTT-S/SN. 
3.2.3.1. Interfaz de ejecución de una simulación y Editor INI 
Para la ejecución de cualquier simulación disponemos de la interfaz de configuración, que se 
encargan de realizar las últimas configuraciones propias de Eclipse, como es las variables de 
entorno, fuentes, depurador y las especificaciones del OMNeT++ definidas en un fichero .ini.  
El editor de fichero INI, tiene asistencia de parámetros y valores tanto de los módulos definidos 
en lenguaje NED, como de los canales y datos estadísticos. 
Figuras 3.6 - Interfaz de configuraciones para la ejecución de la 
simulación. 
Figuras 3.7 - Editor INI 
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3.2.3.2. Entorno gráfico de simulación con control del tiempo de ejecución  
Este entorno gráfico se encarga de controlar el transcurso de la simulación, pudiendo observar 
o inspeccionar log’s de eventos, paquetes a diferentes niveles de red y datos específicos de 
los módulos definidos en la red. Pudiendo también una supervisión gráfica del tráfico generado 
en la red, mediante una animación del flujo de los paquetes. Este entorno forma parte de los 
módulos Cmdenv y Tkenv descritos en la arquitectura del simulador 3.1. 
 
3.2.3.3. Interfaces de análisis de datos 
3.2.3.3.1 Gráfico de secuencias de eventos y/o sucesos en la simulación 
En esta interfaz está destinada al análisis del cronograma de los resultados de la simulación, 
pudiendo hacer uso de los datos incorporados en los eventos o sucesos registrados durante 
el ciclo de simulación, para su posterior análisis e interpretación de resultados. 
 
 
Figuras 3-7 – Ejemplo de simulación en el entorno gráfico 




3.2.3.3.2 Registro de eventos 
Dispondremos de una interfaz de registro de eventos, donde podremos ver de forma ordenada 
y secuencial los pasos de la simulación, siendo más facil la interpretación de los eventos y 
partes que intervienen en cada suceso de eventos. 
 
Figuras 3-8 - Cronograma de la simulación 
Figuras 3-9 - Registro de eventos de la simulación 
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3.2.3.3.3 Gráficos de datos 
El simulador OMNeT++ dispone de un entorno gráfico donde poder representar resultados de 
nuestras pruebas mediante gráficas. Siendo una herramienta útil para mostrar resultados 
inmediatamente después de la simulación. 
 
 
Figuras 3-10 - Ejemplo de gráficas de la simulación 
Pág. 42  Memoria 
 
3.3. Framework: INETMANET28 
INETMANET se basa en el INET Framework29. Por lo general, proporciona las mismas 
funcionalidades que el INET Framework, pero contiene protocolos adicionales y componentes 
que son especialmente útiles para modelos inalámbricos como es el caso de este proyecto. 
- Modelos de propagación 
- Protocolos de capa de Enlace 
- Protocolos de enrutamiento 
- Modelos de movilidad 
- Modelos de aplicación 
- Otros módulos y cambios (modelos de batería, …) 
 
Versión de INETMANET empleada es INET-20100723 Released. 
3.4. Configuración del proyecto30 
Para realizar el proyecto se opta por un sistema LINUX de la distribución de Ubuntu 10.04 
LTS (Lucid Lynx)31 preferiblemente, debido que el paquete INETMANET con los módulos que 
utilizaremos para la simulación del protocolo MQTT-S/SN, están creados con dependencias 
(librerías, módulos, …) especificas del sistema operativo LINUX. 
3.4.1. Requisitos para la instalación del OMNeT++ 
Para la instalación de simulador es necesaria la siguiente lista de paquetes incorporados en 
el Sistema operativo LINUX  
build-essential, gcc, g++, bison, flex, perl, tcl-dev, tk-dev, blt, libxml2-dev, zlib1gdev, 
openjdk-6-jre, doxygen, graphviz, openmpi-bin, libopenmpi-dev, libpcap-dev 
                                               
28 Referencia bibliográfica [14] 
29 http://inet.omnetpp.org 
30 Referencia bibliográfica [7]  Chapter 5. Ubuntu 
31 <  
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3.4.2.  Espacio de trabajo: Workspace 
En la configuración del simulador OMNeT++, necesitaremos un espacio de trabajo ya que la 
plataforma de Eclipse, precisa de un lugar donde ubicar tanto el código producido por el 
simulador, como el código de la implementación del proyecto.  
Este espacio destinado a la implementación del protocolo será útil para disgregar o reutilizar 
código entre proyectos de otros Frameworks como propios. Pudiendo añadir procesos, 
funcionalidades u/o módulos implementados en otros proyectos. 
 
3.5. Estructura del proyecto 
La estructura del proyecto se divide en dos fases principales. Principalmente la fase de 
implementación del simulador para el uso del protocolo MQTT-S/SN, y la fase de 
implementación de una aplicación web. 
3.5.1. La fase de implementación del simulador. 
En esta fase estará formada por varias carpetas para realizar el desarrollo del protocolo y la 
simulación. La importancia de diferenciar el código desarrollado para el protocolo y la 
simulación, es debido a que puede formar parte la implementación del protocolo en otros 
códigos abiertos, como es el caso del Framework INETMANET. 
3.5.1.1. Desarrollo del protocolo dentro del Framework INETMANET 
El desarrollo del protocolo se implementará dentro del código del framework INETMANET, 
constituyendo parte de la capa de aplicación del framework. La integración se divide en la 
definición de los mensajes del protocolo, las descripciones funcionales del protocolo para los 
nodos (Gateway, Publisher y Subscriber) y la implementación del protocolo. 
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Nos centraremos en la carpeta src/applications del framework, especialmente en la 
subcarpeta udpapp/, donde estará ubicado todo el contenido del código desarrollado. 
3.5.1.2. Desarrollo de la simulación 
Para el desarrollo del código de la simulación lo ubicaremos dentro del espacio de trabajo, 
formado por diferentes carpetas y ficheros. Estas carpetas contendrán tanto la 
implementación de la red (/src), librerías básicas de C++ u/o específicas del simulador 
(/Binaries, /Includes), configuración de los escenarios (/simulations) y resultados de las 
simulaciones (/out).  
 
Figuras 3-12 - Estructura de carpetas del proyecto MQTT-S / MQTT-SN 
Figuras 3-11 - Estructura de carpeta de la capa de aplicación 
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3.5.2. La fase de implementación de una aplicación web. 
Para esta fase se desarrollará un mecanismo dentro del simulador para hacer accesible los 
los resultados, que se van obteniendo desde el inicio de la simulación, hasta la finalización del 
proceso de simulación. 
3.5.2.1. Exportación de los mensajes de la simulación 
En la realización de la aplicación web es necesario enviar los datos fuera del simulador. 
Siendo preciso realizar la integración de una función de exportación de los mensajes, que 
pertenecen a la capa de aplicación en la implementación del protocolo para los nodos 
Gateway, Pusblisher y Subcriber.  
Para la exportación de los datos en los ficheros y la concatenación de los mensajes es 
necesarios dos ficheros, uno es útilizado de lectura con el contenidos de los n mensajes y el 
otro fichero con n-1 mensajes, que se utilizará como escritura que contendrá los n+1 
mensajes,  intercambiándose los ficheros en cada nuevo mensaje.  
En el simulador se ha desarrollado la división de ficheros por el tipo y el id del nodo. Mejorando 
la integración y la identificación de los ficheros. 
 
  
Figuras 3-13 - Estructuras de ficheros exportados 
Figuras 3-14 - Estructura de carpetas exportadas por tipo e 
identificador del nodo 
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3.5.2.2. Integración con un servicio web 
La importancia de integrar un servicio que acceda a los ficheros del simulador, es poder 
acceder a la información vía web, haciéndolo más versátil a la hora de poder integrarlo en 
otras herramientas o aplicaciones.  
La utilización de un servicio web RESTful, facilita la integración con cualquier cliente, usando 
el protocolo HTTP con peticiones (GET / POST / PUT / DELETE), escalable, sin estados 
(siendo cada petición al servicio independiente entre ellas). 
3.5.2.3. Procesado y representación de resultados  
Una vez exportado la información de la simulación, será necesario crear una integración que 
almacene y procese la información. Para ello se utilizará web semántica mediante ontología, 
que nos facilitará el trabajo de procesamiento haciendo servir razonadores mediante reglas 
definidas en SPARQL. Se podrá crear interfaces en páginas web mediante HTML y 
JavaScript, que representarán los resultados del simulador.  
Figuras 3-15 - Interfaz de peticiones REST (GET) para la integración del servicio web 
Evaluación de mecanismos publish/subscribe en entornos de WSN Pág. 47 
 
4. Implementación del protocolo al simulador 
4.1. Requerimientos del proyecto 
Para el desarrollo del proyecto será necesario tener instalado el simulador OMNeT++ 
y tener instalado el Framework INETMANET. Acontinuación los pasos a seguir para la 
implementación del protocolo serán: 
- Definir los módulos (nodos y estructura de red). 
o Lenguaje NED 
- Completar el comportamiento del protocolo en la capa de aplicación. 
o Lenguaje C++ 
- Configuración de la simulación 
o Archivo INI 
4.2. Tipos de ficheros 
En el simulador desarrollará 4 tipos ficheros (.ned /.cc /.h / .ini) que intervendrán en los 3 pasos 
en la definición de los módulos, comportamiento del protocolo y configuración de la 
simulación. 
4.2.1. Ficheros .ned32 
Para el desarrollo y descripción de los componentes del protocolo, usaremos el lenguaje NED 
en los ficheros *.ned, donde dispondremos de 3 tipos básicos de componentes, que definir en 
el simulador: 
 Módulos simples 
o Generador de Peticiones, Servidor, … 
 Módulos compuestos 
o Conexión de módulos 
 Redes 
                                               
32 Referencia bibliográfica [5] Section 2.1 Modeling Concepts, Section 3 The NED Language 
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Figuras 4-1 - Red de módulos simples y compuestos 
4.2.1.1. Módulo Simple 
Este módulo se encarga de generar bloques básicos y generar otros módulos. Para este tipo 




  tipo param1 = valor; 
  tipo param2; 
  … 
 gates: 
  input gate1; 
  output gate2; 
  output gate3[]; // Tipo Array 
} 
Ejemplo dentro del proyecto [Modulo simple]: 
package inet.applications.udpapp; 
simple GWPubSub like UDPApp 
{ 
    parameters: 
  … 
    gates: 
         input udpIn @labels(UDPControlInfo/up); 
         output udpOut @labels(UDPControlInfo/down); 
} 
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4.2.1.2. Módulo Compuesto 
Este tipo de módulo compuesto, puede estar formado por los mismos campos que los 
módulos básicos y añadiendo submódulos, tanto simples como compuesto, junto con la 




  tipo param1 = valor; 
  tipo param2; 
  … 
 gates: 
  input gate1; 
  output gate2; 
  output gate3[]; // Tipo Array 
  … 
 submodules: 
  … 
 connections: 
  … 
} 
4.2.1.3. Redes 
Este componente es el encargado de definir la red de la simulación, donde definiremos los 
nodos/módulos que formaran parte de la red y sus conexiones entre ellos. 
Sintaxis: 
network networkType: networkName{ 
 parameters: 
  … 
      submodules: 
       node1: Node; 
         node2: Node; 
         … 
    connections: 
         node1.port++ <--> {datarate=100Mbps;} <-->  
  node2.port++; 
         node2.port++ <--> {datarate=100Mbps;} <-->  
  node4.port++; 
         … 
 } 
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4.2.2. Ficheros .cc 
En esta parte definiremos con el lenguaje C++ el comportamiento del protocolo, donde cada 
nodo lo asociaremos a una clase, que se encargara de inicializar, procesar e interactuar 




 Inicialización de los parámetros para la simulación.  
CreatePacket…() 
 Funciones que crean e implementan el tipo de mensaje a enviar. 
SendPacket…() 
 Funciones encargadas en enviar el mensaje. 
handleMessage() 
 (Tratamiento de timeout, recepción de paquetes/mensajes,...) 
 Mecanismos del protocolo y mejoras 
processPacket…() 
 Funciones encargadas de analizar y almacenar información del nodo. 
Functions…() 
 Funciones alternativas para reporting y/o análisis.  
finish() 
 Función encargada de procesar los datos si se ha terminado de forma satisfactoria. 
 
4.2.3. Ficheros .h 
En tipo de fichero se declara la cabecera de los datos, estructura de datos, tablas, funciones, 
…, que formaran parte de la implementación del protocolo. 
El fichero estará conformado con la siguiente estructura: 
Package 
Import’s 
class … { 
 protected:  
  … 
  Datos / Estructura de Datos / Tablas / Funciones / … 
 public: 
  … 
  Datos / Estructura de Datos / Tablas / Funciones / … 
} 
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4.2.4. Ficheros .INI 
Estos ficheros son los encargados de dar forma a la simulación. Definiendo los parámetros 
de los módulos simples, el número de simulaciones a simular, duraciones de simulación, 
estadísticas, etc. Para definir este fichero se debe de seguir un orden jerárquico. Utilizando el 
entorno de desarrollo de Eclipse, podemos visualizar la lista de parámetros que tiene definido 
los módulos.  
Sintaxis: 
moduloNetwork.moduloCompuesto.submodulo.parametro = valor 
**.moduloCompuesto.submodulo.parametro = valor 
**.submodulo.parametro = valor 
valor = valor constante o escalar (expresión, distribución, función, …)   
Ejemplo:  
##Valor constante 
**.host[*].udpAppType = "UDPBasicApp"     
##Valor escalar 
**.fixhost[1..3].y= 175 + uniform(20*(10/uniform(10,20)),30)*cos((2*3.1416/(3+1))*(index-3)) 
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4.3. Desarrollo del protocolo en el simulador 
En esta sección, describiremos el diseño y desarrollo dentro del simulador para la 
implementación del protocolo. Se detallará los ficheros, datos, algoritmos, … que han sido 
necesario para el desarrollo del proyecto. 
4.3.1. Diseño del nodo 
Para el desarrollo del nodo con el tipo de dispositivos 802.15.4 (tipo domótica), se ha realizado 
la siguiente composición de módulos simples: 
 Partes del nodo 
battery (InetSimpleBattery33) 
Módulo encargado de simular el consumo de batería del nodo, siendo configurado con 
las especificaciones de los dispositivos 802.15.4 con módulo CC2420. 
 
                                               
33 Clase InetSimpleBattery - INET Framework for  OMNeT++ https://omnetpp.org/doc/inet/api-
current/doxy/class_inet_simple_battery.html  
Figuras 4-2 - Diseño del nodo 
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mobility (NullMobility34) 




Módulo encargado para la notificación sobre eventos, tales como cambios en la tabla 




Módulo que se encarga del mantener la tabla de las interfaces de red. 
   
                                               
34  Clase NullMobility o MobilityBase - INET Framework for OMNeT++ https://omnetpp.org/doc/inet/api-
current/doxy/class_mobility_base.html  
35 Clase NotificationBoard - INET Framework for OMNeT++ https://omnetpp.org/doc/inet/api-
current/doxy/class_notification_board.html  
36 Clase InterfaceTable - INET Framework for OMNeT++ https://omnetpp.org/doc/inet/api-
current/doxy/class_i_interface_table.html  
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routingTable (RoutingTable37) 
Módulo encargado de almacenar la tabla de enrutamiento. 
 
disp 




Módulo encargado de simular una interfaz de red IEEE 802.15.4, su capa física(phy) 
y de enlace(mac) con una cola de interfaz(ifq). 
   
                                               
37  Clase RoutingTable – INET Framework for OMMeT++ https://omnetpp.org/doc/inet/api-
current/doxy/class_routing_table.html  
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networkLayer 
Módulo encargado de simular la capa de red del nodo. 
  
udp (UDP38) 




Módulo encargado de simular la capa de aplicación, donde se encuentra 
implementado el protocolo MQTT-S/SN. 
     
                                               
38 Clase UDP – INET Framework for OMMeT++ https://omnetpp.org/doc/inet/api-
current/doxy/class_u_d_p.html  
39 Clase UDPApp – INET Framework for OMMeT++ https://omnetpp.org/doc/inet/api-
current/doxy/class_u_d_p_basic_app.html  
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4.3.2. Ficheros para el Gateway 
Este apartado viene asociado al módulo del framework INETMANET: UDPApp descrito en el 
apartado 4.3.1, asociado al funcionamiento en la capa de aplicación para el nodo de tipo 
Gateway del protocolo MQTT-S/SN. 
Se definirán los siguientes ficheros: 
o GWPubSub.ned 
 
o Algoritmo/Diagrama del código 
Modulo Simple (basado en la plantilla inet.applications.udpapp.UDPApp) 
Parameters  
Network (localPort, destPort, destAddress, …) 
Times (time_retry…, time_begin, time_end, …) 
Others(GwId, GwClientId, pubaftersub, registervalue, …) 
Gates  
 Input / Output 
o GWPubSub.h 





VariablesParámetros DeclaracionesFunciones y Métodos
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o GWPubSub.cc 
o Algoritmo/Diagrama del código 
Initialize 
Inicialización de parámetros del módulo de Gateway 
dentro de la red de prueba mediante el fichero INI.  
HandleMessage 
Método que se encarga de manejar los mensajes de 
entrada y pudiendo inicializar mensajes de salida. 
ProcessPacket  
Método encargado en interpretar el mensaje recibido 
y procesar las acciones del protocolo MQTT-S/SN. 
Pudiendo ser del tipo: 
Connect / NotAck / PubAck / PubComp / PubRec / 
PubRel / Publish / RegAck / Register / SearchGw / 
Subscribe / UnSubscribe 
CreatePacket/SendPacket/topicTableGW 
Estas funciones se encargan de crear y enviar el 
mensaje o almacenar los tópicos publicados por el 
publicador. 
Advertise / ConnAck / GwInfo / Notify / PubAck / 
PubComp / PubRec / PubRel / Publish / RegAck / 
Register / SubAck / WillMsgReq / WillTopicReq 
 
 Más información asociada al desarrollo en el Anexo: Ficheros del Gateway 
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4.3.3. Ficheros para el Publisher 
Este apartado viene asociado al modulo del framework INETMANET: UDPApp descrito en el 
apartado 4.3.1, asociado al funcionamiento en la capa de aplicación para el nodo de tipo 
Publisher del protocolo MQTT-S/SN. 
Se definirán los siguientes ficheros: 
o ClientPub.ned 
 
o Algoritmo/Diagrama del código 
Modulo Simple (basado en la plantilla inet.applications.udpapp.UDPApp) 
Parameters  
Network (localPort, destPort, destAddress, …) 
Times (time_retry…, time_begin, time_end, …) 
Others(PubId, PubClientId, pubaftersub, registervalue, …) 
Gates  
 Input / Output 
 
o ClientPub.h 





VariablesParámetros DeclaracionesFunciones y Métodos
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o ClientPub.cc 
o Algoritmo/Diagrama del código 
Initialize 
Inicialización de parámetros del módulo de 
Publisher dentro de la red de prueba mediante 
el fichero INI.  
HandleMessage 
Método que se encarga de manejar los 
mensajes de entrada y pudiendo inicializar 
mensajes de salida. 
ProcessPacket  
Método encargado en interpretar el mensaje 
recibido y procesar las acciones del protocolo 
MQTT-S/SN. Pudiendo ser del tipo: 
Advertise / SearchGw / GwInfo / WillTopicReq / 
WillMsgReq / ConnAck / RegAck / PubAck / 
Notify / PubRec / PubComp 
CreatePacket/SendPacket/topicTableGW 
Estas funciones se encargan de crear y enviar 
el mensaje. 
Connect / GwInfo / WillTopic / WillMsg / Register 
/ NotAck / Publish / PubRel / SearchGw 
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4.3.4. Ficheros para el Subscriber 
Este apartado viene asociado al modulo del framework INETMANET: UDPApp descrito en el 
apartado 4.3.1, asociado al funcionamiento en la capa de aplicación para el nodo de tipo 
Subscriber del protocolo MQTT-S/SN. 
Se definirán los siguientes ficheros: 
o ClientSub.ned 
 
o Algoritmo/Diagrama del código 
Modulo Simple (basado en la plantilla inet.applications.udpapp.UDPApp) 
Parameters  
Network (localPort, destPort, destAddress, …) 
Times (time_retry…, time_begin, time_end, …) 
Others(SubId, SubClientId, numTopicsMax, numTopicsSub, …) 
Gates  
 Input / Output 
 
o ClientSub.h 





VariablesParámetros DeclaracionesFunciones y Métodos
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o ClientSub.cc 
o Algoritmo/Diagrama del código 
Initialize 
Inicialización de parámetros del módulo de 
Publisher dentro de la red de prueba mediante el 
fichero INI.  
HandleMessage 
Método que se encarga de manejar los mensajes de 
entrada y pudiendo inicializar mensajes de salida. 
ProcessPacket  
Método encargado en interpretar el mensaje 
recibido y procesar las acciones del protocolo 
MQTT-S/SN. Pudiendo ser del tipo: 
Advertise / Connect / ConnAck / Register / SubAck / 
PubRel / Publish  
CreatePacket/SendPacket/topicTableGW 
Estas funciones se encargan de crear y enviar el 
mensaje o almacenar los tópicos publicados por el 
publicador. 
Connect / RegAck / Subscribe / UnSubscribe / 
PubAck / PubComp / PubRec  
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4.3.5. Tablas y Estructuras de datos 
Para el desarrollo del protocolo y en especial para la configuración de escenarios, será 
necesario proporcinar las tablas y estructuras de datos para cada tipo de nodo, descrito en el 
protocolo. También siguiendo las recomendaciones de las especificaciones del protocolo. 
4.3.5.1. Tablas y Estructuras de datos – Gateway 
En esta sección se describirán las tablas y estructuras de datos asociados al desarrollo del 
nodo tipo Gateway. Acontinuación, se describe con mayor o menor detalle los datos para cada 
estructura:  
Estructura de datos asociado al tópico y al registro del Timeout asociado a su QoS. 
Utiliza la siguiente estructura de datos temporizador para topicTableGW. 
struct temporizador{ 
   *timeoutPublish1 (QoS_1) / flagQoS1 
   *timeoutPublish2 (QoS_2) / flagQoS2 
   *timeoutPubRel (QoS_2) 
}; 
Estructura de datos necesaria para el almacenamiento y difusión de los tópicos del 
protocolo para el nodo del tipo Gateway. 
struct topicTableGW{ 
   TopicName / TopicId / MsgId / TopicData  
   PubId / PubAddr / TablaSubId  
   timeout<temporizador> 
   *timeoutNotify / *timeoutPubRec 
   NretryPub / NretryNotify / Nretry 
   returnMsgIdPublish  
   recibidoPubAck / recibidoPubAckGlobal 
   SubQoS / valorQoS   
}; 
Tabla con la lista de los nodos de tipo Publisher registrados en el Gateway, en este 
registro se añadirá los datos de la estructura de datos descritos a continuación:  
struct PubNodes{ 
   PubId / PubAddr / PubPort / ClientId 




Evaluación de mecanismos publish/subscribe en entornos de WSN Pág. 63 
 
Tabla con la lista de los nodos de tipo Subscriber registrados en el Gateway, en este 
registro se añadirá los datos de la estructura de datos descritos a continuación:  
struct SubNodes{ 
   SubId / SubAddr / SubPort  
   indexTopicGWSubReg / numTopicGWTemp 
   returnMsgIdRegister / Nretry / *timeoutRegister 
   estadoConectado 
}; 
SubNodesTable <SudNodes> 
Esta estructura de datos se trata con más detallen en el apartado: 4.3.7.1. 
struct typedefCircualrBuffer{ 
   sizeN / sizeBuffer / empty  
   indexFirst / indexNext / indexEnd 
   TopicDataBuffer / MsgIdBuffer 
}; 
 Más detalle en el código adjunto en el anexo: GATEWAY [GWPubSub.h] 
4.3.5.2. Tablas y Estructuras de datos – Publisher 
En esta sección se describirá la estructura de datos necesaria para el almacenamiento y 
difusión de los tópicos del protocolo para el nodo del tipo Publisher. 
struct TopicTablePub{ 
 TopicName / TopicId / valorTopic / valorQoS 
 MsgId / *timeoutPublishNotify  
 *timeoutPublishTopic / *timeoutPubRel 
 GWAddr / GWPort / NRetry / active 
}; 
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Tabla con la lista de los nodos de tipo Gateway registrados en el Publisher, en este 
registro se añadirá los datos de la estructura de datos descritos a continuación:  
struct GWNodes{ 
        int GWId; 
        IPvXAddress GWAddr; 
        int GWPort; 
        int Duration; 
}; 
     typedef std::vector<GWNodes> GWTable; 
     GWTable GWNodesTableP; 
 Más detalle en el código adjunto en el anexo: PUBLISHER [ClientPub.h] 
4.3.5.3. Tablas y Estructuras de datos – Subscriber 
Estructura de datos necesarios para el almacenamiento y difusión de los tópicos del protocolo 
para el nodo del tipo Subscriber. 
struct TopicTableSub { 
 TopicName / TopicId /valorTopic 






Tabla con la lista de los nodos de tipo Gateway registrados en el Subscriber, en este registro 
se añadirá los datos de la estructura de datos descritos a continuación:  
  struct GWNodes{ 
 GWId / GWAddr / GWPort / Duration 
 estaConectado 
}; 
typedef std::vector<GWNodes> GWTable; 
GWTable GWNodesTableS; 
 
 Más detalle en el código adjunto en el anexo: SUBSCRIBER [ClientSub.h] 
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4.3.6. Desarrollo de una red para el protocolo 
En el desarrollo de la descripción de la red que usaremos dentro del protocolo está formado 
por tres módulos específicos, el sensor o host, la configuración de red y el control de canales.  
El fichero NetworkPubSub2.ned tiene definido está configuración de módulos, para la 
simulación del protocolo.  
4.3.6.1. Partes de la red 
En esta sección explicaremos los módulos que integran el diseño de red para el simulador. 
Xhost (node802154) 
 
Módulo diseñado para implementación del protocolo MQTT-SN, simulando el funcionamiento 
de un dispositivo 802.15.4 con módulo CC2420. Detallado en el apartado 4.3.1. 
channelcontrol (ChannelControl40) 
 
Módulo encargado del dimensionamiento del entorno y las condiciones físicas del escenario 
de las pruebas.  
                                               
40 Clase ChannelControl - INET Framework for  OMNeT++ https://omnetpp.org/doc/inet/api-
current/doxy/class_channel_control.html  
Figuras 4-3 – Diseño de red 




Módulo encargado de configurar las direcciones IPv4 y las tablas de enrutamiento para una 
red plana.  
4.3.6.2. Especificaciones de las condiciones del entorno de red y eléctricas 
En este apartado observaremos las especificaciones del entorno de red y eléctricas de para 
dispositivos 802.15.4 con módulo CC2420, teniendo en cuenta los modulos implementados 
en el diseño del nodo 4.3.1 y el diseño de la red 4.3.6.1.  
En el fichero .INI del simulador definiremos los siguientes valores para los siguientes modulos: 
############################################################################## 
# Parameters for PHY layer # 
############################################################################## 
**.phy.transmitterPower = 1.0mW #[mW] 
**.phy.sensitivity = -85dBm #[dBm] 
**.phy.thermalNoise = -110dBm #[dBm] 
**.phy.pathLossAlpha = 2 
**.phy.snirThreshold = 4dB 
 
  
                                               
41 Clase FlatNetworkDocumentation - INET Framework for  OMNeT++  
https://omnetpp.org/doc/inet/api-current/doxy/class_flat_network_configurator.html 
Evaluación de mecanismos publish/subscribe en entornos de WSN Pág. 67 
 
############################################################################## 
# Parameters for the channel control # 
############################################################################## 
# channel physical parameters 
*.channelcontrol.carrierFrequency = 2.4GHz 
*.channelcontrol.pMax = 2.0mW 
*.channelcontrol.sat = -85dBm 
*.channelcontrol.alpha = 2 





# Parameters for the display module in the hosts # 
############################################################################## 
# display parameters (same as channelcontrol parameters and mac parameters) 
**.disp.carrierFrequency = 2.4GHz 
**.disp.pMax = 2.0mW 
**.disp.sat = -85dBm #[dBm] 
**.disp.alpha = 2 
**.disp.numChannels = 27 
**.disp.transmitterPower = 1.0mW #[mW] 
**.disp.sensitivity = -85dBm #[dBm] 
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############################################################################## 
# Parameters for the Energy Model (units: mAh and mA) # 
############################################################################## 
**.phy.usageCpuActive = 7.6 
**.phy.usageCpuSleep = 0.237 ## 3.3 mA for IDLE mode, 0.237 mA for Standby 
 
**.phy.usage_radio_idle = 1.38mA #[mA] 
**.phy.usage_radio_recv = 9.6mA #[mA] 
**.phy.usage_radio_sleep = 0.06mA #[mA] 
 
 
**.battery.nominal = 25 
**.battery.capacity = 25 
**.battery.voltage = 3.3 
**.battery.resolution = 1s 
**.battery.publishDelta = 0.5 
**.battery.publishTime = 20s 
**.battery.ConsumedVector = true 
 
Para más detalle en los ficheros adjunto en el anexo:  
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 Ficheros de la configuración de escenarios 
4.3.6.3. Fichero para la simulación de la Red de sensores 
En el fichero *.ini se definirán varios parámetros reconfigurables para las diferentes 
simulaciones. Principalmente nos interesara la distribución y número de nodos en la 
configuración de cada escenario de simulación, también la configuración de cada nodo (QoS, 
tipo[GW/Pub/Sub], número de tópicos de publicación o subscripción, …) y su cometido en la 
simulación. 
[General] 
 Parámetros en común en cada configuración (especificaciones eléctricas, nodo 
 Gateway, …)  
[Config <NameConfig>] 
 Distribución / Configuración Nodos 
Para más detalle en los ficheros adjunto en el anexo: Ficheros de la configuración de 
escenarios 
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Red de sensores 
4.3.6.4. Introducción  
Dentro del desarrollo del protocolo, es fundamental crear escenarios aptos para la 
implementación y las pruebas dentro del simulador. Por tanto, crear una red de 
sensores/nodos que simulen lo más próximo a la realidad, para ello tendremos varias 
características y tipologías de red para cada escenario. 
4.3.6.5. Características y Tipología de Red 
Podemos definir varios tipos de tipologías de Red para diferentes protocolos. 
o Red Centralizada: este tipo de red tiene como epicentro un bróker o enrutador, 
donde todos los mensajes llegan y se reenvían a este bróker hacía otro nodo de 
la red. 
o Red Descentralizada: este tipo de red tiene varios brókers o enrutadores 
interconectados entre sí. Para poder enviar de un nodo a otro nodo que no esté 
conectado al mismo bróker. 
o Red No Distribuida: carece de un bróker o enrutador central, los nodos más 









Para el caso del protocolo MQTT-S/SN se centra en redes centralizadas y descentralizadas. 
De estas dos distribuciones, nos basaremos en el caso de la red centralizada con un único 
bróker. Pudiendo distribuir los sensores alrededor del bróker o enrutador (para el protocolo 
será el Gateway). 
Figuras 4-4 - Redes: Centralizada - Descentralizada - No Distribuida 
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En el uso de una red distribuida se utilizaría en protocolos con una arquitectura P2P42, sería 
como el caso homologo CoAP43. 
4.3.6.6. Recreación de Escenarios con Matlab 
En este apartado se ha querido estudiar métodos de distribución de nodos sin solape. 
Podemos consiguir cualquier escenario próximo a la realidad, dentro de una distribución 
uniforme o aleatoria.  Del cual nos basaremos en una distribución de red centralizada. 
o Escenario Red Centralizada  
o Distribución Uniforme – Circular 
Distribución circular equidistante al centro donde hayaremos el Gateway.  





>> subplot(1,2,1), xlabel('x'),ylabel('y'),plot(Fx,Fy,'rx',0,0,'bx'),grid 
on, axis square,subplot(1,2,2),xlabel('x'),ylabel('y'),zlabel('z'), 
plot3(Fx,Fy,Fz,'rx', 0,0,0,'bx'), grid on, axis square;  
 
  
                                               
42 P2P: Peer-to-Peer, red punto a punto sin cliente y servidor definido, sino una serie de nodos que se 
comportan como igual entre sí.  
43 CoAP: Constrained Application Protocol basado en Internet of Things cómo MQTT/MQTT-SN para 
arquitectura P2P. 

















Figuras 4-5 - Distribución Circular con 7 nodos 
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Con un número considerado de nodos aproximadamente 21. 
 Figuras 4-6 - Distribución Circular con 21 nodos 
o Distribución Aleatoria – Circular 
Distribución circular no equidistante al centro donde hayaremos el 
Gateway.  
Comandos de Matlab:  








>> subplot(1,2,1), xlabel('x'),ylabel('y'),plot(Fx_ale,Fy_ale,'rx',0,0,'bx'),grid 
on, axis square,subplot(1,2,2),xlabel('x'),ylabel('y'),zlabel('z'), 
plot3(Fx_ale,Fy_ale,Fz,'rx', 0,0,0,'bx'), grid on, axis square; 
 































Figuras 4-7 - Distribución aleatoria con 7 nodos 
Evaluación de mecanismos publish/subscribe en entornos de WSN Pág. 73 
 
 
Con un número considerado de nodos aproximadamente 21. 
 






































Figuras 4-9 - Distribución Aleatoria Circular con 21 nodos (2) 
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4.3.6.7. Pruebas del simulador 
En esta parte se quiere trasladar el escenario obtenido con Matlab dentro del simulador. 
Implementado las siguientes secuencias de líneas en el fichero .ini del simulador. 
o Escenario circular 
Secuencia de líneas en el fichero .ini del simulador. 
#**.fixhost[*].x= xinicial + Radio*cos((2*3.1416/(numFixHosts-1))*index) #**.fixhost[*].y= yinicial + Radio*sin((2*3.1416/(numFixHosts-1))*index)  
4.3.6.7.1 Prueba escenario equidistante circular: 1-GW 3-Pub 3-Sub (x=125, y=125) 
Distribución de los nodos cliente alrededor del Gateway (fixhost[0]) con un total de 7 nodos, 







 Para más detalle en el fichero adjunto en el anexo: Fichero .INI [GW1_Pub3Sub3.ini] 
  
*.playgroundSizeX = 125 // Ancho de la superficie de prueba 
*.playgroundSizeY = 125 // Alto de la superficie de prueba 
*.numFixHosts = 7 // 1 Gateway + 3 Publisher + 3 Subscriber 
 
**.fixhost[0].x = 62 
**.fixhost[0].y = 62 
**.fixhost[*].x = 62 + 62*cos((2*3.1416/(numFixHosts-1))*index) 
**.fixhost[*].y = 62 + 62*sin((2*3.1416/(numFixHosts-1))*index) 
Figuras 4-10 - Distribución equidistante circular de 7 nodos 
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4.3.6.7.2 Prueba escenario aleatorio: 1-GW 3-Pub 3-Sub (x=125, y=125) 
Distribución de los nodos cliente de forma aleatoria alrededor del Gateway (fixhost[0]) con un 




 Para más detalle en el fichero adjunto en el anexo: Fichero .INI [GW1_Pub3Sub3.ini] 
4.3.6.7.3 Prueba escenario equidistante circular: 1-GW 10-Pub 10-Sub (x=125, 
y=125) 
Distribución de los nodos cliente alrededor del Gateway (fixhost[0]) con un total de 21 nodos, 
dentro del simulador. 
*.playgroundSizeX = 125 // Ancho de la superficie de prueba 
*.playgroundSizeY = 125 // Alto de la superficie de prueba 
*.numFixHosts = 7 // 1 Gateway + 3 Publisher + 3 Subscriber 
**.fixhost[0].x = 62 
**.fixhost[0].y = 62 
**.fixhost[1..3].x= 62.5 + uniform(20*(10/uniform(10,20)),62.5)* sin((3.1416/(3+1))*(index-0))  **.fixhost[1..3].y= 62.5 + uniform(20*(10/uniform(10,20)),62.5)*  cos((3.1416/(3+1))*(index-0))  **.fixhost[4..6].x= 62.5 - uniform(20*(10/uniform(10,20)),62.5)  *sin( (3.1416/(3+1))*(index-3)) **.fixhost[4..6].y= 62.5 + uniform(20*(10/uniform(10,20)),62.5)*  cos((3.1416/(3+1))*(index-3)) 
Figuras 4-11 - Distribución aleatoria de 7 nodos 
Figuras 4-12 - Distribución equidistante circular de 21 nodos 










 Para más detalle en el fichero adjunto en el anexo se escala hasta 21 nodos: Fichero 
.INI [GW1_Pub3Sub3.ini] 
4.3.6.7.4 Prueba escenario aleatorio: 1-GW 10-Pub 10-Sub (x=125, y=125) 
Distribución de los nodos cliente de forma aleatoria alrededor del Gateway (fixhost[0]) con un 
total de 7 nodos, dentro del simulador. 
 
 
 Para más detalle en el fichero adjunto en el anexo se escala hasta 21 nodos: Fichero 
.INI [GW1_Pub3Sub3.ini] 
*.playgroundSizeX = 125 // Ancho de la superficie de prueba 
*.playgroundSizeY = 125 // Alto de la superficie de prueba 
*.numFixHosts = 21 // 1 Gateway + 10 Publisher + 10 Subscriber 
 
**.fixhost[0].x = 62 
**.fixhost[0].y = 62 
**.fixhost[*].x = 62 + 62*cos((2*3.1416/(numFixHosts-1))*index) 
**.fixhost[*].y = 62 + 62*sin((2*3.1416/(numFixHosts-1))*index) 
*.playgroundSizeX = 125 // Ancho de la superficie de prueba 
*.playgroundSizeY = 125 // Alto de la superficie de prueba 
*.numFixHosts = 7 // 1 Gateway + 3 Publisher + 3 Subscriber 
 
**.fixhost[0].x = 62 
**.fixhost[0].y = 62 
**.fixhost[1..10].x= 62.5 + uniform(20*(10/uniform(10,20)),62.5)*  sin( (3.1416/(((numFixHosts-1)/2)+1))*(index-0))  **.fixhost[1..10].y= 62.5 + uniform(20*(10/uniform(10,20)),62.5)*cos((3.1416/(((numFixHosts-1)/2)+1))*(index-0))  **.fixhost[11..20].x= 62.5 - uniform(20*(10/uniform(10,20)),62.5)*  sin( (3.1416/(((numFixHosts-1)/2)+1))*(index-((numFixHosts-1)/2))) **.fixhost[11..20].y= 62.5 +  uniform(20*(10/uniform(10,20)),62.5)*  cos((3.1416/(((numFixHosts-1)/2)+1))*(index-((numFixHosts-1)/2))) 
Figuras 4-13 - Distribución aleatoria de 21 nodos 
Evaluación de mecanismos publish/subscribe en entornos de WSN Pág. 77 
 
4.3.7. Desarrollos funcionales 
En este apartado se describe mejoras para alcanzar las descripciones funcionales del 
apartado 2.2.1. 
4.3.7.1. Mecanismo de buffer circular 
El motivo por que se realiza esta implementación, es resolver el almacenamiento de los 
valores de los tópicos publicados al Gateway. Ya que el tipo de dispositivos tienen una 
memoria limitada y para algunos tópicos la recepción de todos los mensajes PUBLISH no 
será relevante, para otros tópicos, es importante poder tener almacenados de forma eficiente, 
los valores de los tópicos que se enviarán al subscriptor.  
Estructura de datos del buffer circular    struct typedefCircularBuffer{      int sizeN;      int sizeBuffer;      bool empty;                   // Indices      int indexFirst;      int indexNext;      int indexEnd;            // Buffers      TopicData_Buffer TopicDataBuffer;      MsgId_Buffer MsgIdBuffer;     }; 
Código de la implementación 









void GWPubSub::initializeCircularBuffer(int sizeN,   typedefCircularBuffer *buffer_topic) {  for (int i = 0; i < sizeN; i++) {   buffer_topic->TopicDataBuffer.push_back(0);   buffer_topic->MsgIdBuffer.push_back(0);   ev << " Introducido valor Buffer: " <<    buffer_topic->MsgIdBuffer[i] << " , " <<    buffer_topic->TopicDataBuffer[i] << endl;  }  //ev << "Tamanyo Buffer: " << sizeN << endl;  buffer_topic->indexFirst = 0;  buffer_topic->indexNext = 0;  buffer_topic->indexEnd = sizeN - 1;  buffer_topic->empty = true;  buffer_topic->sizeBuffer = 0;  buffer_topic->sizeN = sizeN; 
} 
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  Función de insección de datos en el buffer circular: 
void GWPubSub::pushCircularBuffer(opp_string data_topic, int MsgId_topic, typedefCircularBuffer *buffer_topic) {   // Introducir datos y MsgId en el Buffer Circular asignado por el indexNext   TopicData_Buffer TopicDataBuffer;  MsgId_Buffer MsgIdBuffer;  int indiceBuffer = 0;  int iniSize = buffer_topic->TopicDataBuffer.size();  for (int ii = 0; ii < iniSize; ii++) {   if (ii == buffer_topic->indexNext) {    TopicDataBuffer.push_back(data_topic);    MsgIdBuffer.push_back(MsgId_topic);   } else {   TopicDataBuffer.push_back(buffer_topic->TopicDataBuffer[0]);   MsgIdBuffer.push_back(buffer_topic->MsgIdBuffer[0]);   }   buffer_topic->TopicDataBuffer.erase(     buffer_topic->TopicDataBuffer.begin()); // Eliminar valor del buffer   buffer_topic->MsgIdBuffer.erase(buffer_topic->MsgIdBuffer.begin()); // Eliminar valor del buffer   }   buffer_topic->TopicDataBuffer = TopicDataBuffer;  buffer_topic->MsgIdBuffer = MsgIdBuffer;   // Incrementar los indices del Buffer Circular de forma correcta  if (buffer_topic->sizeBuffer == 0) {   if (buffer_topic->indexNext == buffer_topic->sizeN) {    buffer_topic->indexNext = 0;   } else {     buffer_topic->indexNext++;   }   buffer_topic->empty = false; // Ya el buffer no se encuentra vacio  }   else if (buffer_topic->sizeBuffer == buffer_topic->sizeN    && (buffer_topic->indexNext == buffer_topic->indexFirst)) {    if (buffer_topic->indexNext == buffer_topic->sizeN - 1) {    buffer_topic->indexFirst = 0;    buffer_topic->indexNext = 0;    buffer_topic->indexEnd = 0;   } else {    buffer_topic->indexNext++;    buffer_topic->indexFirst++;   }  } else {    if (buffer_topic->indexNext == buffer_topic->sizeN - 1) {    buffer_topic->indexNext = 0; 
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  } else {    buffer_topic->indexNext++;   }  }   if (buffer_topic->sizeBuffer != buffer_topic->sizeN) {   buffer_topic->sizeBuffer++;  }  
} 
Función de recuperación de datos del buffer circular: 
void GWPubSub::popCircularBuffer(opp_string *data_topic, int *MsgId_topic,   typedefCircularBuffer *buffer_topic) {   if (!(buffer_topic->sizeBuffer == 0)) {   *data_topic = buffer_topic->TopicDataBuffer[buffer_topic->indexFirst];   *MsgId_topic = buffer_topic->MsgIdBuffer[buffer_topic->indexFirst];    if (buffer_topic->indexFirst == buffer_topic->sizeN - 1) {     buffer_topic->indexFirst = 0;   } else {    buffer_topic->indexFirst++;   }    buffer_topic->sizeBuffer--;   if (buffer_topic->sizeBuffer == 0) {    buffer_topic->empty = true;     if (buffer_topic->indexFirst == buffer_topic->indexNext)    {     ev << " Indices correctos" << endl;    }   }  } else {   ev << " Buffer Vacio, no tenemos datos nuevos!!!" << endl;   *data_topic = 0;   *MsgId_topic = 0;  } 
} 
 En el anexo se encuentra implementado una función de prueba del buffer circular:  
Función de prueba del buffer circular, junto con el resultado de la prueba:  
Resultado de la prueba del buffer circular. 
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4.3.7.2. Mecanismo decisor de subscripción 
En este apartado se ha implementado una función decisor sobre el tópico que un subscriptor 
quiere subscribirse para recibir eventos de publicación. Haciendo posible que en una única 
emisión del mensaje SUBSCRIBE, pueda subscribirse a uno o muchos tópicos, 
específicamente usando unos separadores para el TopicName.  
 Formato de subscripción del TopicName:  
wsn / edificio / planta / sensor / TopicName,  
siendo también posible el formato: * / * / * / * /TopicName o */*/*/*/*. 
Función implementada de la función decisor: 
bool ClientPub::decisorTopic(const char *str, opp_string buffer_wsn,   opp_string buffer_edificio, opp_string buffer_planta,   opp_string buffer_sensor, opp_string buffer_TopicName) {  cStringTokenizer tokenizer(str, "/");  opp_string wsn = "";  opp_string edificio = "";  opp_string planta = "";  opp_string sensor = "";  opp_string TopicName = "";  int icount = 0;  while (tokenizer.hasMoreTokens()) {   const char *element = tokenizer.nextToken();   ev << "Element: " << element << endl;   switch (icount) {   case 0:    wsn = element;    break;   case 1:    edificio = element;    break;   case 2:    planta = element;    break;   case 3:    sensor = element;    break;   case 4:    TopicName = element;    break;   }   icount++;  }  ev << "Contador : " << icount << endl << endl;  ev << "Resultado : " << endl << " - WSN: " << wsn << " - Edificio: "    << edificio << " - Planta: " << planta << " - Sensor: " << sensor    << " - Topic: " << TopicName << endl;  ev << "Comparar con : " << endl << " - WSN: " << buffer_wsn    << " - Edificio: " << buffer_edificio << " - Planta: " 
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   << buffer_planta << " - Sensor: " << buffer_sensor << " - Topic: "    << buffer_TopicName << endl;  if ((strcmp(buffer_wsn.buffer(), wsn.buffer()) == 0 || strcmp("*",    wsn.buffer()) == 0) && (strcmp(buffer_edificio.buffer(),    edificio.buffer()) == 0 || strcmp("*", edificio.buffer()) == 0)    && (strcmp(buffer_planta.buffer(), planta.buffer()) == 0 || strcmp(      "*", planta.buffer()) == 0) && (strcmp(    buffer_sensor.buffer(), sensor.buffer()) == 0 || strcmp("*",    sensor.buffer()) == 0) && (strcmp(buffer_TopicName.buffer(),    TopicName.buffer()) == 0)) {   return true;  } else {   return false;  } 
} 
En el anexo se encuentra implementado una función de prueba: Función de prueba del 
decisor de subscripción 
 
4.3.7.3. Mecanismo de publicación desde el Gateway 
Para la publicación de los valores de los temas, se partirá de la tabla con los Subscribers 
registrados en el Gateway, donde se publicará por orden de inserción en dicha tabla, siendo 
el primer Subscriber en enviar un mensaje de PUBLISH, pero seguidamente se envía al resto 
de Subscriber, sin esperar a que se haya completado el flujo de publicación de otro 
Subscriber. En cada Subscriber tendrá un index dentro del buffer circular del tema, que irá 
avanzando en el buffer circular, independientemente cada Subscriber del otro, a media que 
vaya cerrando cada flujo de publicación del mensaje PUBLISH, y dependiendo de la calidad 
de servicio asignada. Esto beneficia la publicación de los valores del tema y los tiempos de 
espera entre el Gateway y los Subscriber.   
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5. Implantación del protocolo a una aplicación web 
5.1. Descripción de la aplicación 
La aplicación es capaz de reportar la información de los paquetes durante y al finalizar la 
simulación para el protocolo MQTT-S/SN. Se pueden añadir a esta aplicación funcionalidades 
de filtros/alarmas, asociados a los datos obtenidos en las pruebas de la simulación. Ayudando 
así en el desarrollo del protocolo dentro del simulador. 
5.2. Tecnología utilizada 
Las tecnologías que han sido utilizadas para el desarrollo de la aplicación web se mencionan 
a continuación: 
Java44 (código elegido para la implemtanción debido a su gran extensión de API’s) 
Eclipse - J2EE (plataforma de desarrollo con todas las herramientas necesarias para 
cohesión de las tecnologías dentro del proyecto) 
RESTful (Jersey – API con las librerías necesarias para el desarrollo de un servicio 
web) 
LOG4J45 (API que proporciona las librerías y componentes necesarios para la 
integración de registro de sucesos del servicio web, facilitando el desarrollo y 
corrección) 
Jena46 (API que proporciona las librerías necesarias para crear las ontologías de la 
web semántica47) 
Interfaz Web (Servlet48 / HTML49 / JavaScript50) 
Apache Tomcat51 (servicio de contenedor de aplicaciones Java y servicio web) 
                                               
44 Java Language and Virtual Machine Specifications - http://docs.oracle.com/javase/specs/  
45 Más información LOG4J v1.x: http://logging.apache.org/log4j  
46 Apache Jena - https://jena.apache.org/  
47 Semantic Web - https://www.w3.org/2001/sw/  
48 J2EE Tutorial (Java Servlet Technology)  http://docs.oracle.com/javaee/6/tutorial/doc/bnafe.html   
49 HTML 4.01 Specification - https://www.w3.org/TR/1999/REC-html401-19991224/  
50 JavaScript - https://developer.mozilla.org/en-US/docs/Web/JavaScript/About_JavaScript  
51 Apache Tomcat - http://tomcat.apache.org/  
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5.3. Integración 
5.3.1. Integración de la aplicación con ontología 
1. Configuración de la simulación y parámetros relacionados con la aplicación 
a. Fichero .ini 
Configuración del escenario dentro del simulador (x, y, nodos, distribución, …) 
 Figuras 5-1 - Interfaz de configuraciones para la ejecución de la simulación. Protocolo MQTT-S/SN 
2. OMNeT++ Simulation – Mecanismo MQTT-S/SN (Cmdenv, Tkenv) 
 Figuras 5-2 – Diagrama conceptual de la simulación   
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3. Fichero Backup: publish.txt/subscriber.txt/Gateway.txt 
En la implementación de la capa de aplicación del simulador para el protocol, se añadirán 
funciones de lectura y escritura de fichero (descrito en el anexo: Implementación de 
funciones de lectura y escritura de ficheros para el protocolo MQTT-SN) para la 
integración con el servicio web. 
.txt
 Figuras 5-3 - Ficheros de la simulación asociado a los mensajes de los nodos 




4. Servicio Web REST (Ficheros de la simulación) – Jersey 
 Figuras 5-4 - Servicio Web REST para la exportación de los mensajes   Diagrama del proyecto WSN_MQTTS_REST en el anexo: Servicio WSN_MQTTS_REST – Desarrollo  
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Arquitectura global del servicio de la aplicación web. (Puntos del 1 al 4). 
 Figuras 5-5 - Arquitectura global del servicio web para la exportación de datos del simulador   
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5. Eclipse (WSN_MQTTSN_Interface) WebMQTTS – Lectura Fichero Backup – 
Semántica Web 
a. La aplicación web consume los métodos del servicio REST para obtener los 
datos de los ficheros con los resultados de la simulación. A través de un 
Listener dentro de la aplicación del proyecto o por un hilo de ejecución. 
6. Ontología y Regla  
WebMQTTS
Reglas RDF
 Figuras 5-6 - Esquema de la aplicación ontológica   El módelo de ontología52 para WSN consiste en los siguientes esquemas (obtenidos del editor de ontología Protégé53):  o Lista de Clases o wsn:WSN o wsn:gateway o wsn:pubisher o wsn:subscriber o wsn:topic  o Lista de Subsclases o wsn:gateway  wsn:msg_gateway_received 
                                               
52 Referencia Anexo: Conceptos básicos sobre ontología – Desarrollo 
53 Protégé -  http://protege.stanford.edu/  
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 wsn:msg_gateway_send  wsn:topic_publisher_gateway  wsn:topic_subscriber_publisher  o wsn:publisher  wsn:msg_publisher_received  wsn:msg_publisher_send  wsn:topic_publisher o wsn:subscriber  wsn:msg_subscriber_received  wsn:msg_subscriber_send  wsn:topic_subscriber  
 Figuras 5-7 - Esquema de la ontología para MQTT-S/SN   Cada clase o subclase tendrá propiedades de datos o objectos definidos a continuación:  o Propiedad del objecto  
  
  






  o Propiedad del dato  
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7. Aplicación Web – Servlet/HTML/JavaScript 
 Figuras 5-8 - Interfaz web de la aplicación 
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Arquitectura global de la Interfaz de Usuario. (Puntos del 5 al 7). 
 Figuras 5-9 - Arquitectura global de la aplicación completa 
5.3.2. Integración de la aplicación del consumo de batería 
En esta integración se reutiliza el servicio web REST para obtener los ficheros exportados de 
la simulación mediante la integración descrita en el anexo: Implementación de funciones de 





 Figuras 5-10 - Ficheros de la simulación asociado a nivel de batería 
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Servicio REST con las peticiones @GET, asociadas al consumo de batería, se devuelve en 




 Figuras 5-11 - Servicio Web REST para la exportación de los datos de la batería 
 Petición: 
http://localhost:8081/WSN_MQTTS_REST/rest/battery/node?name=GWId1 
 Respuesta {response:last_battery_consumption}: 
{"response": "296893.268771"} 
 Petición:  
http://localhost:8081/WSN_MQTTS_REST/rest/battery/list?name=GWId1: 
 Respuesta { label:node_name, data:[{time,consumption}, …]): 
 
{ 
    "label": "GWId1", 
    "data": [ 
        [ 
            "0.012626", 
            "297000.000000" 
        ], 
        [ 
            "0.013738", 
            "296999.964772" 
        ], 
        … 
    ] 
} 
Pág. 96  Memoria 
 
Se integra las aplicaciones web con el servicio web  y se obtiene las siguientes interfaces: 
 
Figuras 5-13 - Aplicación web del nivel de batería de un nodo 
Figuras 5-12 - Aplicación web del nivel de batería de varios nodos asociados 
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5.3.3. Tipos de arquitectura de integración 
Para el desarrollo y el uso de la aplicación es posible reproducir e integrar en diferentes 
arquitecturas, dependiendo la evolución o la necesidad de nuevos campos de investigación.  
5.3.3.1. Entorno local (Localhost) 
Todas las partes descritas en la integración están ubicadas en una única máquina (servidor u 
ordenador personal). Se encuentra instalado el OMNeT++ con la simulación activa y el 
servicio REST puede realizar la lectura de los ficheros con los eventos/paquetes de la 
simulación. Y posteriormente la aplicación de Eclipse [WSN_MQTTSN_Interface / 
WebMQTTS] generar la ontología y las interfaces web. 
5.3.3.2. Entorno Virtual Machine (Localhos/Red Local) 
En esta parte podemos aislar partes de la integración en un entorno virtual. Siendo más fácil 




                                               
54 Software de virtualización de máquinas [open-source]: Oracle VirtualBox, VMware Player / 
Workstation / ESXi, Docker, … 
Figuras 5-14 - Entorno Virtual (VirtualBox) 
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5.3.3.3. Entorno Ethernet (Red Local) 
Para este entorno dentro de una red local se puede determinar las diferencias entre un entorno 
virtualizado y uno físico. Siendo también un factor a tener en cuenta, el uso de una interfaz de 
red tipo Ethernet para el resultado de las pruebas. 
 
5.3.3.4. Entorno Wifi (Red Local) 
Al igual que el entorno con interfaz de red Ethernet, hay que valorar el uso de un entorno con 
interfaz de red Wifi, pudiendo ser más interesante en diversas pruebas en entornos 
inalámbricos. Y pudiendo combinar también el uso de ambas interfaces.   
 
Figuras 5-16 - Entorno Wifi 
Figuras 5-15 - Entorno Ethernet 
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5.3.3.5. Entorno Internet (Cloud) 
Este entorno es el más popular actualmente. Se está orientando todo a un entorno web, un 
entorno con menos dependencia del hardware a nivel cliente como el uso de aplicaciones thin 
client (cliente ligero). Ya que hasta la hora en muchos entornos de desarrollo se han centrado 
en thick client (cliente pesado). 
Internet
 
Figuras 5-17 - Entorno Internet 
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6. Evaluación 
6.1. Escenarios de evaluación 
En la evaluación del protocolo nos centraremos en varios factores, de los cuales, nos dará un 
resultado más acertado para nuestros resultados. Estos factores serán:  
- QoS 0, encontraremos la mayor efectividad en publicar el valor de un tema y ser 
propagado en la red, siendo un valor fijo junto con el número de tópicos igual a 5.  
- Distancia del Gateway, dependerá de la distancia que se encuentre cualquier nodo 
cliente, sea del tipo Publisher y Subscriber, hacía del Gateway para establecer 
comunicación con la red. 
- Distribución centralizada circular uniforme o aleatoria, siendo las distribuciones 
más usadas en cualquier comunicación inalámbrica, nos proporcionará 
información relevante del comportamiento del protocolo según los demás factores.  
- Número de nodos en la red, que afectarán de mayor o menor medida la 
comunicación, dependiendo de la distancia del Gateway y la distribución.  
Obtendremos los siguientes escenarios:  
 
Radio Nodos Distribución Escenario 
R= (125,200, 250,300, 350) 
1-GW 1-PUB 1-SUB 
C ircular R_3_Circ 
Aleatoria R_3_Aleat 
1-GW 3-PUB 3-SUB 
C ircular R_7_Circ 
Aleatoria R_7_Aleat 
1-GW 10-PUB 10-SUB 
C ircular R_21_Circ 
Aleatoria R_21_Aleat 
Figuras 6-1 - Escenarios de evaluación 
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6.2. Resultados 
Obtendremos dos tablas asociado a los resultados de cada escenario, con el promedio del 
delay de los mensajes recibido en el Gateway y el promedio del tamaño del mensaje en bytes 
para los mensajes recibido en el Gateway.  
 
 Promedio Delay (nº nodos)  
Escenario 3 7 21 Max_Delay 
125_3_Circ 0,007288941     0,045548 
125_3_Aleat 0,006616716     0,031364 
125_7_Circ   0,007571162   0,036756 
125_7_Aleat   0,00736340   0,085476 
125_21_Circ     0,009954702 0,164012 
125_21_Alet      0,009680394 0,132444  
200_3_Circ 0,006276634     0,0167160 
200_7_Circ   0,007059311   0,034436 
200_7_Aleat   0,007137184   0,048516 
200_21_Circ      0,008868524 0,115388 
200_21_Alet     0,009327996  0,190748 
250_3_Circ 0,006276634     0,0167160 
250_7_Circ   0,00679397   0,037100 
250_7_Aleat   0,00639638   0,032004 
250_21_Circ      0,007768286 0,071673 
250_21_Alet      0,010173202  0,151252 
300_3_Circ 0,006277545     0,016717 
300_7_Circ   0,00679434   0,037101 
300_7_Aleat   0,007007087   0,036012 
300_21_Circ      0,007820457 0,085229 
300_21_Alet      0,008327677  0,136540 
350_3_Circ 0,006277634     0,016717 
350_7_Circ   0,006794940   0,037101 
350_7_Aleat   0,006549664   0,032004 
350_21_Circ      0,007747669 0,098341 
350_21_Alet      0,007569458  0,109500 
Figuras 6-2 - Resultados escenarios - Delay 
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 Promedio Msg_Size  
Escenario 3 7 21 Msg_Size/tsim 
125_3_Circ 63,40196078     1,056699346 
125_3_Aleat 64,06315789     1,067719298 
125_7_Circ   52,61732852   0,876955475 
125_7_Aleat   51,399317406   0,856655290 
125_21_Circ     37,96212121 0,632702020 
125_21_Alet      38,99570815  0,649928469 
200_3_Circ 63,2970297     1,054950495 
200_7_Circ   50,54681648   0,842446941 
200_7_Aleat   50,94360902   0,84906015 
200_21_Circ      37,16335740  0,619389290 
200_21_Alet      38,66983895  0,644497316 
250_3_Circ 63,2970297     1,054950495 
250_7_Circ   50,92164179   0,848694030 
250_7_Aleat   51,01459854   0,850243309 
250_21_Circ      39,51876380  0,658646063 
250_21_Alet      38,31793265  0,638632211 
300_3_Circ 63,2970297     1,054950495 
300_7_Circ   50,92164179   0,848694030 
300_7_Aleat   49,1120332   0,818533887 
300_21_Circ      34,52966559  0,575494426 
300_21_Alet      36,96623635  0,616103939 
350_3_Circ 63,2970297     1,054950495 
350_7_Circ   50,92164179   0,848694030 
350_7_Aleat   52,40000   0,873333333 
350_21_Circ      34,20615385  0,570102564 
350_21_Alet      37,31344697  0,621890783 
Figuras 6-3 - Resultados escenarios - Msg Size 
De los resultados podemos concluir, que podemos obtener mejor comportamiento en 
escenarios entre 200 < R < 350, en distribuciones circulares uniformes, y para los escenarios 
de R < 200 son mejor distribuciones aleatorias. También se obtiene menor delay a mayor 
distancia del Gateway, esto es debido a la menor congestión en los mensajes recibos por la 
distancia entre nodos. 
A partir de estos resultados, se puede aplicar mecanismos propios del protocolo para mejorar 
el funcionamiento del protocolo en función del escenario. En escenarios de R < 200 se puede 
aumentar el QoS, consiguiendo mejor resultados en cualquier escenario con congestión. 
También ajustando los tiempos de reintento y número de reintentos se obtendrán valores 
óptimos.   
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Conclusiones 
En el transcurso de la implementación del protocolo puedo concluir que las especificaciones 
definidas en la documentación serían incompletas, sino tubieramos de base las 
especificaciones el MQTT v3.1.1. 
Los puntos positivos del protocolo se observan en los mecanismos de ahorro de energía con 
modos o tiempos de sueño (Asleep, Awake, Disconnected, …)1 o la reducción de la longitud 
en bytes de los mensajes en los flujos de comunicación. 
Los puntos negativos se observa la falta de descripciones funcionales para abordar 
escenarios reales, como es el caso de publicar de forma masiva a varios subscriptores a la 
vez, o la forma más eficiente de almacenar los valores de los temas/tópicos, como su 
categorización, dando una explicación y valoración de que se debe de tener en cuenta, para 
cada tema/tópico a la hora de almacenar en el Gateway y realizar su publicación. 
En conclusión, es importante valorar los requerimientos de los recursos disponibles, para 
poder ajustar los flujos de comunicación y mecanismos de ahorro de energía, siendo 
directamente proporcional al volumen de datos a publicar. 
                                               
1 Referencia bibliográfica [1]  Section 6.14. Support of sleeping clients 
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Anexos 
Tipos de mensajes en MQTT-S/SN 
En este capítulo del anexo describiremos los tipos de mensajes del protocolo MQTT-S/SN. 
Todos los mensajes se describen el simulador en un fichero con extensión *.msg.  
El seleccionado para el proyecto es el PubSubMsg.msg. 
ADVERTISE 
 









 int Length;  // 1 byte 
int MsgType;  // 1 byte 
int GwId;   // 1 byte 


















 int Length;  // 1 byte 














 int Length;  // 1 byte 
int MsgType;  // 1 byte 
} 














 int Length;  // 1 byte 














 int Length;  // 1 byte 
int MsgType;  // 1 byte 
} 
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 int Length;  // 1 byte 
int MsgType;  // 1 byte 
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 int Length;  // 1 byte 
int MsgType;  // 1 byte 
} 
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 int Length;  // 1 byte 
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 int Length;  // 1 byte 
int MsgType;  // 1 byte 
} 
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Ejemplo de simulación: 
Publish desde un nodo Publisher 
 
Publish desde un nodo gateway 
 
 














 int Length;  // 1 byte 
int MsgType;  // 1 byte 
} 
PUBREC, PUBREL y PUBCOMP 
 





//Códigos descritos en el apartado 2.1.3.1 MsgType 
PUBCOMP = 14; 
PUBREC = 15; 
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 int Length;  // 1 byte 















 int Length;  // 1 byte 









SUBACK = 19; //Códigos descritos en el apartado 2.1.3.1 MsgType 
… 
} 




 int Length;  // 1 byte 
int MsgType;  // 1 byte 
} 
UNSUBSCRIBE 










 int Length;  // 1 byte 














 int Length;  // 1 byte 
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 int Length;  // 1 byte 














 int Length;  // 1 byte 
Pág. 118  Memoria 
 














 int Length;  // 1 byte 
int MsgType;  // 1 byte 
} 
WILLTOPICUPD, WILLMSGUPD, WILLTOPICRESP y WINLLMSGRESP  





//Códigos descritos en el apartado 2.1.3.1 MsgType 
WILLTOPICUPD = 26;  
WILLTOPICRESP = 27; 
WILLMSGUDP = 28; 
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 int Length;  // 1 byte 
int MsgType;  // 1 byte 
} 
RESERVED1-4 





//Códigos descritos en el apartado 2.1.3.1 MsgType 
RESERVED1= 3; 
RESERVED2 = 17; 
RESERVED3 = 25; 





 int Length;  // 1 byte 
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OMNeT++ - Desarrollo 
Ficheros del Gateway 
GATEWAY [GWPubSub.h] 
struct typedefCircularBuffer{ 
     int sizeN; 
     int sizeBuffer; 
     bool empty; 
      
      // Indices 
     int indexFirst; 
     int indexNext; 
     int indexEnd; 
      
      // Buffers 
     TopicData_Buffer TopicDataBuffer; 




     cMessage *timeoutPublish1; // QoS(1) 
     bool flagQoS1; 
     cMessage *timeoutPublish2; // QoS(2) 
     bool flagQoS2; 





      opp_string TopicName; 
      int TopicId; 
 
      int NRetryPub; // Retry para Publicador 
        // Sin Buffer 
        opp_string TopicData; 
        int MsgId; 
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        //Con Buffer ( Contiene: TopicDataBuffer, MsgIdBuffer ) 
        typedefCircularBuffer CircularBuffer; 
 
        int PubId; 
        IPvXAddress PubAddr; 
        cMessage *timeoutNotify; 
        int NRetryNotify; 
        int returnMsgIdNotify; 
 
        std::vector<int> TablaSubId; 
        std::vector<temporizador> timeout; 
        cMessage *timeoutPubRec; // QoS(2) Packets Destinados al ClientPub 
        std::vector<int> NRetry;  // Retry de cada Subscriptor 
        std::vector<int> returnMsgIdPublish; 
        std::vector<int> SubQoS; 
        std::vector<bool> recibidoPubAck; 
        bool recibidoPubAckGlobal; 
        int valorQoS; 
     }; 
     typedef std::vector<TopicTableGW> TableTypeTopicGW; 
     TableTypeTopicGW TableTopicGW; 
 
struct PubNodes{ 
   int PubId; 
   IPvXAddress PubAddr; 
   int PubPort; 
   opp_string ClientId; 
   int indexTopicGWPubReg; // Se encargan del orden de subscripcion 
   bool estaConectado; 
}; 




   int SubId; 
   IPvXAddress SubAddr; 
   int SubPort; 
   int indexTopicGWSubReg; 
   int numTopicGWTemp; 
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        int returnMsgIdRegister; 
        int NRetry; 
        cMessage *timeoutRegister; // Temporizadores para QoS(1,2) 
        bool estaConectado; 
}; 
typedef std::vector<SubNodes> SubTable; 
SubTable SubNodesTable; 
Funciones createPacket…/ sendPacket… 
virtual gwInfoPubSub *createPacketGwInfo(); 
virtual void sendPacketGwInfo(IPvXAddress destAddr2, int destPort2); 
virtual advertiseGWPubSub *createPacketAdvertise(); 
virtual void sendPacketAdvertise(IPvXAddress destAddr2, int destPort2); 
virtual void sendToUDPBroadCast(cPacket *msg, int srcPort, const IPvXAddress& destAddr, int destPort); 
virtual willTopicReqPubSub *createPacketWillTopicReq(); 
virtual void sendPacketWillTopicReq(IPvXAddress destAddr2, int destPort2); 
virtual willMsgReqPubSub *createPacketWillMsgReq(); 
virtual void sendPacketWillMsgReq(IPvXAddress destAddr2, int destPort2); 
virtual connAckPubSub *createPacketConnAck(); 
virtual void sendPacketConnAck(IPvXAddress destAddr2, int destPort2); 
virtual registerPubSub *createPacketRegister(int indiceTopics2); 
virtual void sendPacketRegister(IPvXAddress destAddr2, int destPort2,int indiceTopics2); 
virtual regAckPubSub *createPacketRegAck(int TopicId, int MsgId); 
virtual void sendPacketRegAck(IPvXAddress destAddr2, int destPort2, int TopicId ,int MsgId); 
virtual subAckPubSub *createPacketSubAck(int TopicId, int MsgId, int valorQoS); 
virtual void sendPacketSubAck(IPvXAddress destAddr2, int destPort2, int TopicId ,int MsgId, int valorQoS); 
virtual publishPubSub *createPacketPublish(int indiceTopics2, int QoS); 
virtual void sendPacketPublish(IPvXAddress destAddr2, int destPort2, int indiceTopics2, int indexSub, int 
QoS); 
virtual pubAckPubSub *createPacketPubAck(int TopicId, int MsgId); 
virtual void sendPacketPubAck(IPvXAddress destAddr2, int destPort2, int TopicId ,int MsgId); 
virtual pubRecPubSub *createPacketPubRec(int MsgId); 
virtual void sendPacketPubRec(IPvXAddress destAddr2, int destPort2 ,int MsgId); 
virtual pubRelPubSub *createPacketPubRel( int MsgId); 
virtual void sendPacketPubRel(IPvXAddress destAddr2, int destPort2, int MsgId); 
virtual pubCompPubSub *createPacketPubComp( int MsgId); 
virtual void sendPacketPubComp(IPvXAddress destAddr2, int destPort2,int MsgId); 
virtual notifyPubSub *createPacketNotify(int indiceTopics2, int FlagPublishGW ); 
virtual void sendPacketNotify(IPvXAddress destAddr2, int destPort2, int indiceTopics2, int FlagPublishGW); 
Funciones processPacket… 
virtual void processPacketSearchGw(searchGwPubSub *msg); 
virtual void processPacketConnect(connectPubSub *msg); 
virtual void processPacketWillTopic(willTopicPubSub *msg); 
virtual void processPacketWillMsg(willMsgPubSub *msg); 
virtual void processPacketRegister(registerPubSub *msg); 
virtual void processPacketRegAck(regAckPubSub *msg); 
virtual void processPacketSubscribe(subscribePubSub *msg); 
virtual void processPacketNotAck(notAckPubSub *msg); 
virtual void processPacketPublish(publishPubSub *msg); 
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virtual void processPacketPubAck(pubAckPubSub *msg); 
virtual void processPacketUnSubscribe(unSubscribePubSub *msg); 
virtual void processPacketPubRec(pubRecPubSub *msg, int i, int ii); 
virtual void processPacketPubRel(pubRelPubSub *msg, int indice); 





simple GWPubSub like UDPApp 
{ 
    parameters: 
        int localPort; 
        int destPort; 
        volatile int messageLength @unit("B"); //  length of messages to generate, in bytes 
        volatile double messageFreq @unit("s"); // should usually be a random value, e.g. exponential(1), 
if -1 the application is a sink 
        volatile double message_freq_jitter @unit("s"); // should usually be a random value, e.g. uniform(-
0.001,0.001) 
        string destAddresses; // list of \IP addresses, separated by spaces, it's admit the macros 
radom("node type") and random_name("node name") 
        volatile double time_off @unit("s");  // time without transmision 
        volatile double burstDuration @unit("s");  // burst duration time 
        bool activeBurst; // if false the address is selected in the begining and never change 
        double time_end @unit("s"); // time of the last transmision packet  
        double time_begin @unit("s");// begin transmission time 
        int rand_generator;// ID random generator 
        double limitDelay @unit("s"); // maximun delay for a packet, every packet with bigger delay is 
delete and lost 
        string FixNodeName=default("fixhost"); 
        bool fixedDestination = default(false);  // if true the destination address is selected at the 
begining and never change 
        int GwId; 
        int DurationGW; // @unit("s") 
        double time_retry @unit("s"); 
        double time_retry_publish @unit("s"); 
        double time_retry_pubrec @unit("s"); 
        double time_retry_pubrel @unit("s"); 
        double time_notify @unit("s"); 
        bool pubaftersub=default(true); 
        bool registervalue=default(true); 
        bool pub_stored_data=default(true); 
        bool flag_QoS1_desactivar = default(false); 
        double time_advertise @unit("s") = default(300s); //EG 
        bool advertise_phase=default(false); 
        bool bufferPublishActivacion; 
        int bufferPublishLong; 
    gates: 
        input udpIn @labels(UDPControlInfo/up); 
        output udpOut @labels(UDPControlInfo/down); 
} 
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GATEWAY[GWPubSub.cc] 
Por el tamaño del fichero, se adjunto el fichero y no el texto del fichero. 
GWPubSub.cc  
Ficheros del Publisher 
PUBLISHER [ClientPub.h] 
struct TopicTablePub{ 
      opp_string TopicName; 
      int TopicId; 
      int valorTopic; 
      int valorQoS; 
      int MsgId; 
      cMessage *timeoutPublishNotify; 
      cMessage *timeoutPublishTopic; 
      cMessage *timeoutPubRel; 
      IPvXAddress GWAddr; 
      int GWPort; 
      int NRetry; 
      bool active; 
}; 




        int GWId; 
        IPvXAddress GWAddr; 
        int GWPort; 
        int Duration; 
}; 
typedef std::vector<GWNodes> GWTable; 
GWTable GWNodesTableP; 
Funciones createPacket…/ sendPacket… 
virtual gwInfoPubSub *createPacketGwInfo(); 
virtual void sendPacketGwInfo(IPvXAddress destAddr2, int destPort2); 
virtual connectPubSub *createPacketConnect(); 
virtual void sendPacketConnect(IPvXAddress destAddr2, int destPort2); 
virtual willTopicPubSub *createPacketWillTopic(); 
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virtual void sendPacketWillTopic(IPvXAddress destAddr2, int destPort2); 
virtual willMsgPubSub *createPacketWillMsg(); 
virtual void sendPacketWillMsg(IPvXAddress destAddr2, int destPort2); 
virtual registerPubSub *createPacketRegister(int indiceTopics2); 
virtual void sendPacketRegister(IPvXAddress destAddr2, int destPort2, int indiceTopics2); 
virtual notAckPubSub *createPacketNotAck(int TopicId, int MsgId); 
virtual void sendPacketNotAck(IPvXAddress destAddr2, int destPort2, int TopicId,int MsgId); 
virtual publishPubSub *createPacketPublish(int indiceTopics2); 
virtual void sendPacketPublish(IPvXAddress destAddr2, int destPort2, int indiceTopics2); 
virtual pubRelPubSub *createPacketPubRel(int MsgId); 
virtual void sendPacketPubRel(IPvXAddress destAddr2, int destPort2,int MsgId); 
virtual void sendPacketSearchGW(IPvXAddress destAddr2, int destPort2); 
virtual searchGwPubSub *createPacketSearchGW(); 
Funciones processPacket… 
virtual void processPacketSearchGw(searchGwPubSub *msg); 
virtual void processPacketGwInfo(gwInfoPubSub *msg); 
virtual void processPacketAdvertise(advertiseGWPubSub *msg); 
virtual void processPacketWillTopicReq(willTopicReqPubSub *msg); 
virtual void processPacketWillMsgReq(willMsgReqPubSub *msg); 
virtual void processPacketConnAck(connAckPubSub *msg); 
virtual void processPacketRegAck(regAckPubSub *msg); 
virtual void processPacketPubAck(pubAckPubSub *msg); 
virtual void processPacketNotify(notifyPubSub *msg); 
virtual void processPacketPubRec(pubRecPubSub *msg); 





simple ClientPub like UDPApp 
{ 
    parameters: 
        int localPort; 
        int destPort; 
        volatile int messageLength @unit("B"); //  length of messages to generate, in bytes 
        volatile double messageFreq @unit("s"); // should usually be a random value, e.g. exponential(1), 
if -1 the application is a sink 
        volatile double message_freq_jitter @unit("s"); // should usually be a random value, e.g. uniform(-
0.001,0.001) 
        string destAddresses; // list of \IP addresses, separated by spaces, it's admit the macros 
radom("node type") and random_name("node name") 
        volatile double time_off @unit("s");  // time without transmision 
        volatile double burstDuration @unit("s");  // burst duration time 
        bool activeBurst; // if false the address is selected in the begining and never change 
        double time_end @unit("s"); // time of the last transmision packet  
        double time_begin @unit("s");// begin transmission time 
        int rand_generator;// ID random generator 
        double limitDelay @unit("s"); // maximun delay for a packet, every packet with bigger delay is 
delete and lost 
        string FixNodeName=default("fixhost"); 
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        bool fixedDestination = default(false);  // if true the destination address is selected at the 
begining and never change 
        int numTopicsMax; 
        int numTopics; 
        int valor_calidad_max; 
        string PubClientId; 
        string WillTopicName; 
        double time_retry @unit("s"); 
        double time_begin_publish @unit("s"); 
        double time_begin_publish_notify @unit("s"); 
        double time_ping_pub @unit("s")=default(1s); 
        int numRetry_pub_publish; 
        bool publish_after_notify=default(true); 
        bool registervalue=default(true); 
        double time_searchgw @unit("s")=default(3s); 
        bool discovery_phase =default(false); 
                 
        //ClientName o ClientId 
        //string wsn_name = default(""); 
        //string sensor_name = default(""); 
        //string edificio_name = default(""); 
        //string planta_name = default(""); 
                
    gates: 
        input udpIn @labels(UDPControlInfo/up); 
        output udpOut @labels(UDPControlInfo/down); 
} 
PUBLISHER [ClientPub.cc] 
Por el tamaño del fichero, se adjunto el fichero y no el texto del fichero. 
ClientPub.cc    
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Ficheros del Subscriber 
SUBSCRIBER [ClientSub.h] 
Struct TopicTableSub{ 
       opp_string TopicName; 
       std::vector<int> TopicId; // Modificacion para realizar varios PUBLISHER en un 
mismo TopicName 
       std::vector<int> valorTopic; 
       std::vector<bool> active; 
       int valorQoS; 
       std::vector<int> returnMsgIdSubAck; 
    }; 
    typedef std::vector<TopicTableSub> TableTypeTopicSub; 
    TableTypeTopicSub TableTopicSub; 
 
struct GWNodes{ 
       int GWId; 
       IPvXAddress GWAddr; 
       int GWPort; 
       int Duration; 
       bool estaConectado; 
}; 
typedef std::vector<GWNodes> GWTable; 
GWTable GWNodesTableS; 
Funciones createPacket…/ sendPacket… 
virtual IPvXAddress chooseDestAddr(bool &); 
virtual connectPubSub *createPacketConnect(); 
virtual void sendPacketConnect(IPvXAddress destAddr2, int destPort2); 
virtual regAckPubSub *createPacketRegAck(int TopicId, int MsgId); 
virtual void sendPacketRegAck(IPvXAddress destAddr2, int destPort2, int TopicId,int MsgId); 
virtual subscribePubSub *createPacketSubscribe(int TopicId, opp_string TopicName); 
virtual void sendPacketSubscribe(IPvXAddress destAddr2, int destPort2, int TopicId, opp_string TopicName); 
virtual unSubscribePubSub *createPacketUnSubscribe(int TopicId); 
virtual void sendPacketUnSubscribe(IPvXAddress destAddr2, int destPort2, int TopicId, opp_string 
TopicName); 
virtual pubAckPubSub *createPacketPubAck(int TopicId, int MsgId); 
virtual void sendPacketPubAck(IPvXAddress destAddr2, int destPort2, int TopicId, int MsgId); 
virtual pubRecPubSub *createPacketPubRec(int MsgId); 
virtual void sendPacketPubRec(IPvXAddress destAddr2, int destPort2,int MsgId); 
virtual pubCompPubSub *createPacketPubComp( int MsgId); 
virtual void sendPacketPubComp(IPvXAddress destAddr2, int destPort2,int MsgId); 
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Funciones processPacket… 
virtual void processPacketAdvertise(advertiseGWPubSub *msg); 
virtual void processPacketConnect(connectPubSub *msg); 
virtual void processPacketConnAck(connAckPubSub *msg); 
virtual void processPacketRegister(registerPubSub *msg); 
virtual void processPacketSubAck(subAckPubSub *msg); 
virtual void processPacketPublish(publishPubSub *msg); 




simple ClientSub like UDPApp 
{ 
    parameters: 
        int localPort; 
        int destPort; 
        volatile int messageLength @unit("B"); //  length of messages to generate, in bytes 
        volatile double messageFreq @unit("s"); // should usually be a random value, e.g. exponential(1), 
if -1 the application is a sink 
        volatile double message_freq_jitter @unit("s"); // should usually be a random value, e.g. uniform(-
0.001,0.001) 
        string destAddresses; // list of \IP addresses, separated by spaces, it's admit the macros 
radom("node type") and random_name("node name") 
        volatile double time_off @unit("s");  // time without transmision 
        volatile double burstDuration @unit("s");  // burst duration time 
        bool activeBurst; // if false the address is selected in the begining and never change 
        double time_end @unit("s"); // time of the last transmision packet  
        double time_begin @unit("s");// begin transmission time 
        int rand_generator;// ID random generator 
        double limitDelay @unit("s"); // maximun delay for a packet, every packet with bigger delay is 
delete and lost 
        string FixNodeName=default("fixhost"); 
        bool fixedDestination = default(false);  // if true the destination address is selected at the 
begining and never change 
        string SubClientId; 
        int numTopicsMax; 
        int numTopicsSub; 
        int valor_calidad_max; 
  double time_retry @unit("s"); 
  double time_searchgw @unit("s")=default(3s); 
        bool discovery_phase = default(false); 
   
 
    gates: 
        input udpIn @labels(UDPControlInfo/up); 
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SUBSCRIBER [ClientSub.cc] 
Por el tamaño del fichero, se adjunto el fichero y no el texto del fichero. 
ClientSub.cc  
Ficheros de la red de sensores 
Código NED del fichero NetworkPubSub2.ned  
 
package apppubsub;  import inet.world.ChannelControl; import inet.networklayer.autorouting.FlatNetworkConfigurator;   @license(LGPL);  network NetworkPubSub2 {     parameters:         int numHosts;         int numFixHosts;         int numBasic;         double nodeSeparation = default(40);         double playgroundSizeX;         double playgroundSizeY;                  @display("bgb=179,258");     submodules:         fixhost[numFixHosts]: node802154 {             parameters:    @display("i=device/pocketpc_s;r=,,#707070");         }         channelcontrol: ChannelControl {             parameters:                 playgroundSizeX = playgroundSizeX;                 playgroundSizeY = playgroundSizeY;                 @display("p=61,141;i=misc/sun");         }         configurator: FlatNetworkConfigurator {             parameters:                 networkAddress = "145.236.0.0";                 netmask = "255.255.0.0";                 @display("p=140,50;i=block/cogwheel_s");         }     connections allowunconnected: } 
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// Models a mobile host with a wireless (802.11b) card. This module is 
// a WirelessHost less the \PPP and Ethernet interfaces, plus mobility 





    parameters: 
        @node(); 
        int numTcpApps = default(0); 
        int numUdpApps = default(0); 
        int x; 
        int y; 
        string tcpAppType = default(""); 
        string udpAppType = default(""); 
        string routingFile = default(""); 
        @display("i=device/pocketpc_s;bgb=467,459"); 
 
    gates: 
        input radioIn @directIn; 
 
    submodules: 
        notificationBoard: NotificationBoard { 
Evaluación de mecanismos publish/subscribe en entornos de WSN Pág. 131 
 
            parameters: 
                @display("p=60,70;i=block/control"); 
        } 
        interfaceTable: InterfaceTable { 
            parameters: 
                @display("p=60,150;i=block/table"); 
        } 
        routingTable: RoutingTable { 
            parameters: 
                //IPForward = IPForward, 
                IPForward = true; 
                routerId = ""; 
                routingFile = routingFile; 
                @display("p=60,230;i=block/table"); 
        } 
        udpApp[numUdpApps]: <udpAppType> like UDPApp { 
            parameters: 
                @display("i=block/app;p=248,70"); 
        } 
        udp: UDP { 
            parameters: 
                @display("p=248,158;i=block/transport"); 
        } 
        networkLayer: NetworkLayerGlobalArp { 
            parameters: 
                proxyARP = false; 
                globalARP = true; 
                @display("p=248,247;i=block/fork;q=queue"); 
            gates: 
                ifIn[1]; 
                ifOut[1]; 
        } 
              
        // the name of radio interface must have "wlan", valid examples wlan, wlan802, localwlan .... 
        wlan: Ieee802154csmaNic { 
            parameters: 
                @display("p=248,349;q=queue"); 
        } 
        //        wlan: Nic80211; 
        //            display: "p=248,349;q=queue;i=block/ifcard"; 
        mobility: NullMobility { 
            parameters: 
                x = x; 
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                y = y; 
                @display("p=149,307;i=block/cogwheel"); 
        } 
        disp: Display { 
            parameters: 
                @display("p=65,379;i=block/app2"); 
 
        } 
        // battery module 
        battery: InetSimpleBattery { 
            parameters: 
                @display("p=65,310;i=block/plug"); 
 
        } 
    connections allowunconnected: 
        for i=0..numUdpApps-1 { 
            udpApp[i].udpOut --> udp.appIn++; 
            udpApp[i].udpIn <-- udp.appOut++; 
        } 
 
        udp.ipOut --> networkLayer.udpIn; 
        udp.ipIn <-- networkLayer.udpOut; 
         
        //networkLayer.MANETOut --> manetrouting.from_ip; 
        //networkLayer.MANETIn <-- manetrouting.to_ip; 
 
        // connections to network outside 
        radioIn --> wlan.radioIn; 
        wlan.uppergateOut --> networkLayer.ifIn[0]; 
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Ficheros de la configuración de escenarios 
Fichero .INI [GW1_Pub1Sub1.ini] 
Configuración para 3 nodos (1 Gateway, 1-Publisher, 1-Subscriber) de sensores dentro del 
protocolo con diferentes distribuciones. 
[General]  ############################################################################## # Init - Config [General] # ##############################################################################  description = "Protocol - MQTTSN - 3 Nodes [General]"  tkenv-plugin-path = ../../../Etc/plugins  output-scalar-file-append = true cmdenv-express-mode = true debug-on-errors = true  num-rngs = 5  seed-set = 9 repeat= 9  network = NetworkPubSub2 sim-time-limit = 60s  ############################################################################## # Environment # ############################################################################## *.playgroundSizeX = 125 *.playgroundSizeY = 125  *.numFixHosts = 3 # 1-GW; 1-Pub; 1-Sub *.numHosts= 3  *.numBasic=0  **.debug = true **.coreDebug = false  **.channelNumber = 11 **.nodeSeparation = 10   ############################################################################## # Time retry # ############################################################################## **.time_retry = 3s **.time_retry_publish = 3s **.time_retry_pubrec = 3s **.time_retry_pubrel = 3s  **.time_notify=0.5s  **.time_begin_publish = 0.5s **.time_begin_publish_notify=0.5s  **.numRetry_pub_publish = 3 
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 #**.time_begin_publish = 0.016s #**.time_begin_publish_notify=0.016s  #**.host*.mobility.updateInterval = 0.1 #**.host*.mobility.traceFile = "escen_v5_t500-1.txt"  #**.pubaftersub = false #**.registervalue = false  **.fixhost[*].udpApp[0].destAddresses ="fixhost[0]"  **.fixhost[0].udpApp[0].destAddresses ="fixhost[1]" **.fixhost[0].udpApp[0].GwId = 1 **.fixhost[0].udpApp[0].GwClientId="1" **.fixhost[0].udpApp[0].DurationGW = 60    #**.host*.mobility.changeInterval = truncnormal(5, 0.5) #**.host*.mobility.changeAngleBy = normal(0, 90) #**.host*.mobility.speed = 2 **.host*.mobility.updateInterval = 0.1s   # udp apps (on) #**.host[*].udpAppType = "UDPBasicApp" **.host[*].udpAppType = "ClientPub" **.host[*].numUdpApps = 1 **.host[*].udpApp[0].time_begin = uniform(20s,35s)   ############################################################################## # Distribution nodes # ##############################################################################  **.fixhost[0].x= 62 **.fixhost[0].y= 62 **.fixhost[*].x= 62 + 62*cos((2*3.1416/(numFixHosts-1))*index) **.fixhost[*].y= 62 + 62*sin((2*3.1416/(numFixHosts-1))*index) **.bufferPublishActivacion=false **.bufferPublishLong=0  ############################################################################## # Topics and QoS # ##############################################################################  **.numTopics=5 **.numTopicsMax=5  **.numTopicsSub=5         **.numTopicsPub=5  **.valor_calidad_max=1 # QoS  ############################################################################## # GateWays # ##############################################################################  # GateWay - 000 **.fixhost[0].udpAppType = "GWPubSub" NetworkPubSub2.fixhost[0].battery.indexHost="GWId1" **.fixhost[0].udpApp[0].time_begin = uniform(10s,15s) 
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 ############################################################################## # Publishers #  ##############################################################################  # Publisher - 001 **.fixhost[1].udpAppType = "ClientPub" NetworkPubSub2.fixhost[1].battery.indexHost="PubId1" **.fixhost[1].udpApp[0].PubClientId="1" **.fixhost[1].udpApp[0].WillTopicName="P_1" **.fixhost[1].udpApp[0].time_begin = exponential(0.03s)  #**.fixhost[1].udpApp[0].time_begin = uniform(22s,22.5s)   ############################################################################## # Subscribers #  ##############################################################################  # Subscriber - 002 **.fixhost[2].udpAppType = "ClientSub" NetworkPubSub2.fixhost[2].battery.indexHost="SubId2" **.fixhost[2].udpApp[0].SubClientId="2" **.fixhost[2].udpApp[0].time_begin = uniform(20s,23s)   #**.fixhost[*].udpAppType = "UDPBasicApp" **.fixhost[*].numUdpApps = 1 #**.fixhost[*].udpApp[0].time_begin = uniform(20s,150s)  **.udpApp[*].destPort = 1000 **.udpApp[*].localPort = 1000 **.udpApp[0].messageLength = 64B # **.udpApp[0].messageFreq = 0.1s #**.udpApp[0].messageFreq = 0.24s **.udpApp[0].message_freq_jitter = uniform(-0.001s,0.001s) #**.udpApp[0].burstDuration = 0s **.udpApp[0].activeBurst=true #**.udpApp[0].activeBurst=false # the same destination for all packets **.udpApp[0].burstDuration = uniform(1s,4s,1) # **.udpApp[0].time_off = uniform(20s,40s,1) **.udpApp[0].time_off = 0s **.udpApp[0].time_end = 0s ##**.udpApp[0].time_begin =uniform(0s,4s,1) # **.udpApp[0].time_begin = 10s #**.udpApp[0].limitDelay = 20s **.udpApp[0].limitDelay = 1000s **.udpApp[0].rand_generator = 1   # tcp apps (off) **.numTcpApps = 0 **.tcpAppType = "TelnetApp"  # ping app (host[0] pinged by others) # ping app (off) **.pingApp.destAddr = "" **.pingApp.srcAddr = "" **.pingApp.packetSize = 56B **.pingApp.interval = 1s **.pingApp.hopLimit = 32 **.pingApp.count = 0 **.pingApp.startTime = 1s **.pingApp.stopTime = 0 
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**.pingApp.printPing = true  #*.fixhost[0].pingApp.destAddr="" #*.host[*].pingApp.destAddr="fixhost[0]" #**.pingApp.srcAddr="" #**.pingApp.packetSize=56 #**.pingApp.interval =1 #**.pingApp.hopLimit=32 #**.pingApp.count=0 #**.pingApp.startTime=uniform(1,5) #**.pingApp.stopTime=0 #**.pingApp.printPing=true  # tcp settings **.tcp.mss = 1024 **.tcp.advertisedWindow = 14336 # 14*mss **.tcp.sendQueueClass = "TCPMsgBasedSendQueue" **.tcp.receiveQueueClass = "TCPMsgBasedRcvQueue" **.tcp.tcpAlgorithmClass = "TCPReno" **.tcp.recordStats = true  # ip settings **.routingFile = "" **.ip.procDelay = 10us # **.IPForward=false  # ARP configuration **.arp.retryTimeout = 1s **.arp.retryCount = 3 **.arp.cacheTimeout = 100s #**.networklayer.proxyARP = true # Host's is hardwired "false"  # manet routing **.manetrouting.manetmanager.routingProtocol="AODV" #**.routingProtocol.use-default=yes  ############################################################################## # Parameters for the network interface and IFqueue # ############################################################################## **.wlan.ifqType = "DropTailQueue" **.ifq.frameCapacity = 1 **.useMACAcks = false **.macAckWaitDuration = 0.001s ############################################################################## # Parameters for MAC layer # ############################################################################## **.mac.BO = 8 # range [1,14] **.mac.SO = 4 #range [0, BO) # GTS settings **.host[*].**.mac.ack4Gts = true **.host[*].**.mac.gtsPayload = 10 # should be consistent with that in trafconfig.xml **.host[*].**.mac.dataTransMode = 3 # 1: direct; 2: indirect; 3: GTS **.host[*].**.mac.isRecvGTS = true # ignored  ############################################################################## # Parameters for PHY layer # ############################################################################## **.phy.transmitterPower = 1.0mW #[mW] **.phy.sensitivity = -85dBm #[dBm] **.phy.thermalNoise = -110dBm #[dBm] **.phy.pathLossAlpha = 2 **.phy.snirThreshold = 4dB  
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############################################################################## # Parameters for the channel control # ############################################################################## # channel physical parameters *.channelcontrol.carrierFrequency = 2.4GHz *.channelcontrol.pMax = 2.0mW *.channelcontrol.sat = -85dBm *.channelcontrol.alpha = 2 *.channelcontrol.numChannels = 27 ############################################################################## # Parameters for the display module in the hosts # ############################################################################## # display parameters (same as channelcontrol parameters and mac parameters) **.disp.carrierFrequency = 2.4GHz **.disp.pMax = 2.0mW **.disp.sat = -85dBm #[dBm] **.disp.alpha = 2 **.disp.numChannels = 27 **.disp.transmitterPower = 1.0mW #[mW] **.disp.sensitivity = -85dBm #[dBm]  ############################################################################## # Parameters for the Energy Model (units: mAh and mA) # ############################################################################## #**.battery.batteryCapacity = 25 #[mAh] #**.battery.meanTimeToFailure = -1s #**.battery.usage_radio_idle = 1.38mA #[mA] #**.battery.usage_radio_recv = 9.6mA #[mA] #**.battery.usage_radio_sleep = 0.06mA #[mA] #**.phy.transmitterPower = 1.0mW #[mW] **.phy.usageCpuActive = 7.6 **.phy.usageCpuSleep = 0.237 ## 3.3 mA for IDLE mode, 0.237 mA for Standby   **.phy.usage_radio_idle = 1.38mA #[mA] **.phy.usage_radio_recv = 9.6mA #[mA] **.phy.usage_radio_sleep = 0.06mA #[mA]   **.battery.nominal = 25 **.battery.capacity = 25 **.battery.voltage = 3.3 **.battery.resolution = 1s **.battery.publishDelta = 0.5 **.battery.publishTime = 20s  **.battery.ConsumedVector = true **.rxSetupTime = 0.00108s  ############################################################################## # Output vectors # ##############################################################################  **.End-to-end delay.vector-recording = true **.Mean end-to-end delay.vector-recording = true **.battery.ConsumedVector.vector-recording = true **.vector-recording = true  ############################################################################## # Simulation runs # ##############################################################################  #**.use-default=yes 
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 # proccesing delay in the routing protocol, avoid syncronization **.broadCastDelay=uniform(0s,0.01s) # 10 mseconds **.uniCastDelay=uniform(0s,0.005s)  #/ parameters : DYMOUM **.no_path_acc_ = false **.reissue_rreq_ = false **.s_bit_ = false **.hello_ival_ = 0 **.MaxPktSec = 20 #// 10 **.promiscuous = false **.NetDiameter = 10 **.RouteTimeOut = 3000 **.RouteDeleteTimeOut = 3000*5 #//5*RouteTimeOut **.RREQWaitTime = 1000 **.RREQTries =3 **.noRouteBehaviour=1   # // parameters: AODVUU; **.log_to_file = false **.hello_jittering = true **.optimized_hellos = true **.expanding_ring_search = true **.local_repair = true **.rreq_gratuitous = true #**.debug = false **.rt_log_interval = 0 **.unidir_hack = 0 **.internet_gw_mode = 0 **.receive_n_hellos = 1 **.ratelimit = 1000 **.llfeedback = false# //1000 **.wait_on_reboot = 0 **.active_timeout = 6000 # // time in ms **.internet_gw_address = "0.0.0.0"  # // parameters: DSRUU; **.PrintDebug = true **.FlushLinkCache = true **.PromiscOperation = false **.UseNetworkLayerAck = false **.BroadCastJitter = 20 # 20 ms **.RouteCacheTimeout = 300 #300 seconds **.SendBufferTimeout = 300# //30 s **.SendBufferSize = -1 **.RequestTableSize = -1 **.RequestTableIds = -1 **.MaxRequestRexmt = -1 #// 16, **.MaxRequestPeriod = 10 #//10 SECONDS **.RequestPeriod = 500 #//500 MILLISECONDS **.NonpropRequestTimeout = 30# //30 MILLISECONDS **.RexmtBufferSize = -1 #//MAINT_BUF_MAX_LEN **.MaintHoldoffTime = 250# //250 MILLISECONDS **.MaxMaintRexmt = 2 # //2 **.TryPassiveAcks = true #//1 **.PassiveAckTimeout = 100# //100 MILLISECONDS **.GratReplyHoldOff = 1 #, //1 SECONDS **.MAX_SALVAGE_COUNT = 15 # //15 **.LifoSize = 20 **.PathCache = true **.ETX_Active=false **.ETXHelloInterval = 1 #, // Second 
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**.ETXWindowNumHello = 10 **.ETXRetryBeforeFail=-1 **.RREPDestinationOnly = false **.RREQMaxVisit =5 # // Max Number that a RREQ can be processes by a node  #// Olsr **.Willingness=3 **.Hello_ival=2 **.Tc_ival=5 **.Mid_ival=5 **.use_mac =0 #1 **.Mpr_algorithm = 1 **.routing_algorithm = 1 **.Link_quality = 2 **.Fish_eye = false **.Tc_redundancy = 3 **.Link_delay = true #//default false **.C_alpha=0.2  #// DSDV **.manetroutingprotocol.hellomsgperiod_DSDV = 1 # //Period of DSDV hello message generation [seconds] **.manetroutingprotocol.manetroutingprotocol.timetolive_routing_entry = 5 # // ;[seconds] **.netmask = "255.255.0.0" # // **.MaxVariance_DSDV = 1 **.RNGseed_DSDV = 0   [Config Config01_A_125x125_3_Circ_Aleat] description = "125x125_3_Circ_Aleat" *.playgroundSizeX = 125 *.playgroundSizeY = 125 **.fixhost[0].x= 62.5 **.fixhost[0].y= 62.5 #**.fixhost[*].x= 175 + 175*cos((2*3.1416/(numFixHosts-1))*index) #**.fixhost[*].y= 175 + 175*sin((2*3.1416/(numFixHosts-1))*index)  #medio circulo **.fixhost[1].x= 62.5 - uniform(20*(10/uniform(10,20)),31.25)*sin( (3.1416/(((numFixHosts-1)/2)+1))*(index-0))  **.fixhost[1].y= 62.5 + uniform(20*(10/uniform(10,20)),31.25)*cos((3.1416/(((numFixHosts-1)/2)+1))*(index-0))  **.fixhost[2].x= 62.5 + uniform(20*(10/uniform(10,20)),31.25)*sin( (3.1416/(((numFixHosts-1)/2)+1))*(index-((numFixHosts-1)/2))) **.fixhost[2].y= 62.5 + uniform(20*(10/uniform(10,20)),31.25)*cos((3.1416/(((numFixHosts-1)/2)+1))*(index-((numFixHosts-1)/2)))  [Config Config02_250x250_3_Circ_Unif] description = "250x250_3_Circ_Unif" *.playgroundSizeX = 250 *.playgroundSizeY = 250 **.fixhost[0].x= 125 **.fixhost[0].y= 125 **.fixhost[*].x= 125 + 125*cos((2*3.1416/(numFixHosts-1))*index) **.fixhost[*].y= 125 + 125*sin((2*3.1416/(numFixHosts-1))*index)  [Config Config03_NOISE_375x375_3_Circ_Unif] description = "375x375_3_Circ_Unif" *.playgroundSizeX = 375 *.playgroundSizeY = 375 **.fixhost[0].x= 187 **.fixhost[0].y= 187 **.fixhost[*].x= 187 + 187*cos((2*3.1416/(numFixHosts-1))*index) 
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**.fixhost[*].y= 187 + 187*sin((2*3.1416/(numFixHosts-1))*index)  [Config Config04_260x260_3_Circ_Unif] description = "260x260_3_Circ_Unif" *.playgroundSizeX = 260 *.playgroundSizeY = 260 **.fixhost[0].x= 130 **.fixhost[0].y= 130 **.fixhost[*].x= 130 + 130*cos((2*3.1416/(numFixHosts-1))*index) **.fixhost[*].y= 130 + 130*sin((2*3.1416/(numFixHosts-1))*index)   [Config Config05_280x280_3_Circ_Unif] description = "280x280_3_Circ_Unif" *.playgroundSizeX = 280 *.playgroundSizeY = 280 **.fixhost[0].x= 140 **.fixhost[0].y= 140 **.fixhost[*].x= 140 + 140*cos((2*3.1416/(numFixHosts-1))*index) **.fixhost[*].y= 140 + 140*sin((2*3.1416/(numFixHosts-1))*index)  [Config Config06_300x300_3_Circ_Unif] description = "300x300_3_Circ_Unif" *.playgroundSizeX = 300 *.playgroundSizeY = 300 **.fixhost[0].x= 150 **.fixhost[0].y= 150 **.fixhost[*].x= 150 + 150*cos((2*3.1416/(numFixHosts-1))*index) **.fixhost[*].y= 150 + 150*sin((2*3.1416/(numFixHosts-1))*index)  [Config Config07_320x320_3_Circ_Unif] description = "320x320_13_Circ_Unif" *.playgroundSizeX = 320 *.playgroundSizeY = 320 **.fixhost[0].x= 160 **.fixhost[0].y= 160 **.fixhost[*].x= 160 + 160*cos((2*3.1416/(numFixHosts-1))*index) **.fixhost[*].y= 160 + 160*sin((2*3.1416/(numFixHosts-1))*index)  [Config Config08_340x340_3_Circ_Unif] description = "340x340_3_Circ_Unif" *.playgroundSizeX = 340 *.playgroundSizeY = 340 **.fixhost[0].x= 170 **.fixhost[0].y= 170 **.fixhost[*].x= 170 + 170*cos((2*3.1416/(numFixHosts-1))*index) **.fixhost[*].y= 170 + 170*sin((2*3.1416/(numFixHosts-1))*index)  [Config Config09_360x360_13_Circ_Unif] description = "360x360_3_Circ_Unif" *.playgroundSizeX = 360 *.playgroundSizeY = 360 **.fixhost[0].x= 180 **.fixhost[0].y= 180 **.fixhost[*].x= 180 + 180*cos((2*3.1416/(numFixHosts-1))*index) **.fixhost[*].y= 180 + 180*sin((2*3.1416/(numFixHosts-1))*index)  [Config Config10_A_350x350_3_Circ_Unif] description = "350x350_3_Circ_Unif" *.playgroundSizeX = 350 *.playgroundSizeY = 350 **.fixhost[0].x= 175 **.fixhost[0].y= 175 
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**.fixhost[*].x= 175 + 175*cos((2*3.1416/(numFixHosts-1))*index) **.fixhost[*].y= 175 + 175*sin((2*3.1416/(numFixHosts-1))*index)  [Config Config10_B_350x350_3_Aleat] description = "350x350_3_Aleat" *.playgroundSizeX = 350 *.playgroundSizeY = 350 **.fixhost[0].x= 175 **.fixhost[0].y= 175 #**.fixhost[*].x= 175 + 175*cos((2*3.1416/(numFixHosts-1))*index) #**.fixhost[*].y= 175 + 175*sin((2*3.1416/(numFixHosts-1))*index)  #medio circulo ##Option A #**.fixhost[1..3].x= 175 - uniform(20*(10/uniform(10,20)),87.5)*sin( (3.1416/(3+1))*(index-0))  #**.fixhost[1..3].y= 175 + uniform(20*(10/uniform(10,20)),87.5)*cos((3.1416/(3+1))*(index-0))   #**.fixhost[4..6].x= 175 + uniform(20*(10/uniform(10,20)),87.5)*sin( (3.1416/(3+1))*(index-3)) #**.fixhost[4..6].y= 175 + uniform(20*(10/uniform(10,20)),87.5)*cos((3.1416/(3+1))*(index-3))  #Option B #**.fixhost[1..3].x= 175 - uniform(40*(10/uniform(10,20)),87.5)*sin( (3.1416/(3+1))*(index-0))  #**.fixhost[1..3].y= 175 + uniform(40*(10/uniform(10,20)),87.5)*cos((3.1416/(3+1))*(index-0))   #**.fixhost[4..6].x= 175 + uniform(40*(10/uniform(10,20)),87.5)*sin( (3.1416/(3+1))*(index-3)) #**.fixhost[4..6].y= 175 + uniform(40*(10/uniform(10,20)),87.5)*cos((3.1416/(3+1))*(index-3))  #Option C #**.fixhost[1..3].x= 175 - uniform(87.5*(10/uniform(10,20)),87.5)*sin( (3.1416/(3+1))*(index-0))  #**.fixhost[1..3].y= 175 + uniform(87.5*(10/uniform(10,20)),87.5)*cos((3.1416/(3+1))*(index-0))   #**.fixhost[4..6].x= 175 + uniform(87.5*(10/uniform(10,20)),87.5)*sin( (3.1416/(3+1))*(index-3)) #**.fixhost[4..6].y= 175 + uniform(87.5*(10/uniform(10,20)),87.5)*cos((3.1416/(3+1))*(index-3))  #Option D **.fixhost[1].x= 175 - uniform(131.25*(10/uniform(10,20)),87.5)*sin( (3.1416/(((numFixHosts-1)/2)+1))*(index-0))  **.fixhost[1].y= 175 + uniform(131.25*(10/uniform(10,20)),87.5)*cos((3.1416/(((numFixHosts-1)/2)+1))*(index-0))   **.fixhost[2].x= 175 + uniform(131.25*(10/uniform(10,20)),87.5)*sin( (3.1416/(((numFixHosts-1)/2)+1))*(index-((numFixHosts-1)/2))) **.fixhost[2].y= 175 + uniform(131.25*(10/uniform(10,20)),87.5)*cos((3.1416/(((numFixHosts-1)/2)+1))*(index-((numFixHosts-1)/2)))  #DistribuciÃ³n aleatoria circular #**.fixhost[1..3].x= 175 - uniform(20*(10/uniform(10,20)),30)*sin( (2*3.1416/(3+1))*(index-3))  #**.fixhost[1..3].y= 175 + uniform(20*(10/uniform(10,20)),30)*cos((2*3.1416/(3+1))*(index-3))  [Config Config11_simtim_5min_125x125_3_Circ_Unif] sim-time-limit = 300s  [Config Config11_simtim_50min_125x125_3_Circ_Unif] sim-time-limit = 3000s  [Config Config11_simtim_500min_125x125_3_Circ_Unif] sim-time-limit = 30000s  
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Fichero .INI [GW1_Pub3Sub3.ini] 
Configuración para 7-20 (1 Gateway, ((totalNodos-1)/2)-Publisher, ((totalNodos-1)/2)-
Subscriber) nodos de sensores dentro del protocolo con diferentes distribuciones. 
[General] #debug-on-errors = true #sim-time-limit = 3000s sim-time-limit = 60s output-scalar-file-append = true network = NetworkPubSub2 num-rngs = 5 debug-on-errors = true repeat= 9 seed-set = 9  cmdenv-express-mode = true tkenv-plugin-path = ../../../Etc/plugins #tkenv-default-run=1  #description = "Aodv Simple test" description = "Protocol - MQTTSN"  #**.vector-recording = true *.playgroundSizeX = 125 *.playgroundSizeY = 125  *.numFixHosts = 7 # 1-GW; 3-Pub; 3-Sub #*.numHosts=20 *.numHosts= 7 #*.numBasic=35 *.numBasic=0 **.debug = true **.coreDebug = false **.channelNumber = 11 **.nodeSeparation = 10 #**.fixhost[1].udpApp[*].time_retry = 3s #**.fixhost[2].udpApp[*].time_retry = 3s  #**.fixhost[3].udpApp[*].time_retry = 3s #**.fixhost[4].udpApp[*].time_retry = 3s #**.fixhost[5].udpApp[*].time_retry = 3s **.time_retry = 3s **.time_retry_publish = 3s **.time_retry_pubrec = 3s **.time_retry_pubrel = 3s #**.pubaftersub = false #**.registervalue = false  # #**.time_begin_publish = 0.016s #**.time_begin_publish_notify=0.016s **.time_begin_publish = 0.5s **.time_begin_publish_notify=0.5s **.time_notify=0.5s  **.numRetry_pub_publish = 3   #**.host*.mobility.updateInterval = 0.1 #**.host*.mobility.traceFile = "escen_v5_t500-1.txt"  
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**.fixhost[1].udpApp[0].destAddresses ="fixhost[0]" **.fixhost[2].udpApp[0].destAddresses ="fixhost[0]" **.fixhost[3].udpApp[0].destAddresses ="fixhost[0]" **.fixhost[4].udpApp[0].destAddresses ="fixhost[0]" **.fixhost[5].udpApp[0].destAddresses ="fixhost[0]" **.fixhost[6].udpApp[0].destAddresses ="fixhost[0]" **.fixhost[7].udpApp[0].destAddresses ="fixhost[0]" **.fixhost[8].udpApp[0].destAddresses ="fixhost[0]" **.fixhost[9].udpApp[0].destAddresses ="fixhost[0]" **.fixhost[10].udpApp[0].destAddresses ="fixhost[0]" **.fixhost[11].udpApp[0].destAddresses ="fixhost[0]" **.fixhost[12].udpApp[0].destAddresses ="fixhost[0]" **.fixhost[13].udpApp[0].destAddresses ="fixhost[0]" **.fixhost[14].udpApp[0].destAddresses ="fixhost[0]" **.fixhost[15].udpApp[0].destAddresses ="fixhost[0]" **.fixhost[16].udpApp[0].destAddresses ="fixhost[0]" **.fixhost[17].udpApp[0].destAddresses ="fixhost[0]" **.fixhost[18].udpApp[0].destAddresses ="fixhost[0]" **.fixhost[19].udpApp[0].destAddresses ="fixhost[0]" **.fixhost[*].udpApp[0].destAddresses ="fixhost[0]"     **.fixhost[0].udpApp[0].destAddresses ="fixhost[1]" **.fixhost[0].udpApp[0].GwId = 1 **.fixhost[0].udpApp[0].GwClientId="1" **.fixhost[0].udpApp[0].DurationGW = 60 #**.fixhost[30].udpApp[0].destAddresses="random_nameExact(host) random_nameExact(fixhost)" #**.fixhost[8].udpApp[0].destAddresses="random_nameExact(host) random_nameExact(fixhost)" #**.fixhost[22].udpApp[0].destAddresses="random_nameExact(host) random_nameExact(fixhost)" #**.fixhost[16].udpApp[0].destAddresses="random_nameExact(host) random_nameExact(fixhost)" #**.fixhost[25].udpApp[0].destAddresses="random_nameExact(host) random_nameExact(fixhost)" #**.fixhost[14].udpApp[0].destAddresses="random_nameExact(host) random_nameExact(fixhost)" #**.fixhost[32].udpApp[0].destAddresses="random_nameExact(host) random_nameExact(fixhost)" #**.fixhost[27].udpApp[0].destAddresses="random_nameExact(host) random_nameExact(fixhost)" #**.fixhost[20].udpApp[0].destAddresses="random_nameExact(host) random_nameExact(fixhost)" #**.fixhost[9].udpApp[0].destAddresses="random_nameExact(host) random_nameExact(fixhost)"    #**.host*.mobility.changeInterval = truncnormal(5, 0.5) #**.host*.mobility.changeAngleBy = normal(0, 90) #**.host*.mobility.speed = 2 **.host*.mobility.updateInterval = 0.1s   # udp apps (on) #**.host[*].udpAppType = "UDPBasicApp" **.host[*].udpAppType = "ClientPub" **.host[*].numUdpApps = 1 **.host[*].udpApp[0].time_begin = uniform(20s,35s)  **.fixhost[0].x= 62 **.fixhost[0].y= 62 **.fixhost[*].x= 62 + 62*cos((2*3.1416/(numFixHosts-1))*index) **.fixhost[*].y= 62 + 62*sin((2*3.1416/(numFixHosts-1))*index) **.bufferPublishActivacion=false **.bufferPublishLong=0 **.numTopics=5 **.numTopicsMax=5 **.numTopicsSub=5         **.numTopicsPub=5 **.valor_calidad_max=1 
Pág. 144  Memoria 
 
#GateWays **.fixhost[0].udpAppType = "GWPubSub" NetworkPubSub2.fixhost[0].battery.indexHost="GWId1" **.fixhost[0].udpApp[0].time_begin = uniform(10s,15s)   #**.fixhost[1].udpAppType = "GWPubSub" #**.fixhost[1].udpApp[0].time_begin = uniform(10s,15s)   #Publishers **.fixhost[1].udpAppType = "ClientPub" NetworkPubSub2.fixhost[1].battery.indexHost="PubId1" **.fixhost[1].udpApp[0].PubClientId="1" **.fixhost[1].udpApp[0].WillTopicName="P_1" **.fixhost[1].udpApp[0].time_begin = exponential(0.03s)  #**.fixhost[1].udpApp[0].time_begin = uniform(22s,22.5s) **.fixhost[2].udpAppType = "ClientPub" NetworkPubSub2.fixhost[2].battery.indexHost="PubId2" **.fixhost[2].udpApp[0].PubClientId="2" **.fixhost[2].udpApp[0].WillTopicName="P_2" **.fixhost[2].udpApp[0].time_begin = exponential(0.01s)  **.fixhost[3].udpAppType = "ClientPub" NetworkPubSub2.fixhost[3].battery.indexHost="PubId3" **.fixhost[3].udpApp[0].PubClientId="3" **.fixhost[3].udpApp[0].WillTopicName="P_3" **.fixhost[3].udpApp[0].time_begin = exponential(0.5s) #**.fixhost[4].udpAppType = "ClientPub" #**.fixhost[4].udpApp[0].PubClientId="2" #**.fixhost[5].udpAppType = "ClientPub" #**.fixhost[5].udpApp[0].PubClientId="3" #**.fixhost[4].udpAppType = "ClientPub" #**.fixhost[4].udpApp[0].PubClientId="4" #**.fixhost[5].udpAppType = "ClientPub" #**.fixhost[5].udpApp[0].PubClientId="5" #**.fixhost[7].udpAppType = "ClientPub" #**.fixhost[7].udpApp[0].PubClientId="7" #**.fixhost[8].udpAppType = "ClientPub" #**.fixhost[8].udpApp[0].PubClientId="8" #**.fixhost[9].udpAppType = "ClientPub" #**.fixhost[9].udpApp[0].PubClientId="9" #**.fixhost[10].udpAppType = "ClientPub" #**.fixhost[10].udpApp[0].PubClientId="10" #**.fixhost[11].udpAppType = "ClientPub" #**.fixhost[11].udpApp[0].PubClientId="11"  # Subscribers #**.fixhost[*].udpApp[0].time_begin = exponential(0.01s)  #**.fixhost[2].udpAppType = "ClientSub" #**.fixhost[2].udpApp[0].SubClientId="3" #**.fixhost[2].udpApp[0].time_begin = uniform(25s,25.5s) #**.fixhost[3].udpAppType = "ClientSub" #**.fixhost[3].udpApp[0].SubClientId="3" #**.fixhost[3].udpApp[0].time_begin = uniform(26s,26.5s) **.fixhost[4].udpAppType = "ClientSub" NetworkPubSub2.fixhost[4].battery.indexHost="SubId4" **.fixhost[4].udpApp[0].SubClientId="4" **.fixhost[4].udpApp[0].time_begin = uniform(30s,33s) **.fixhost[5].udpAppType = "ClientSub" NetworkPubSub2.fixhost[5].battery.indexHost="SubId5" **.fixhost[5].udpApp[0].SubClientId="5" **.fixhost[5].udpApp[0].time_begin = uniform(35s,37s) **.fixhost[6].udpAppType = "ClientSub" 
Evaluación de mecanismos publish/subscribe en entornos de WSN Pág. 145 
 
NetworkPubSub2.fixhost[6].battery.indexHost="SubId6" *.fixhost[6].udpApp[0].SubClientId="6" **.fixhost[6].udpApp[0].time_begin = uniform(40s,41s) #**.fixhost[7].udpAppType = "ClientSub" #**.fixhost[7].udpApp[0].SubClientId="7" #**.fixhost[7].udpApp[0].time_begin = uniform(23s,23.5s) #**.fixhost[8].udpAppType = "ClientSub" #**.fixhost[8].udpApp[0].SubClientId="8" #**.fixhost[8].udpApp[0].time_begin = uniform(23s,23.5s) #**.fixhost[9].udpAppType = "ClientSub" #**.fixhost[9].udpApp[0].SubClientId="9" #**.fixhost[9].udpApp[0].time_begin = uniform(23s,23.5s) #**.fixhost[10].udpAppType = "ClientSub" #**.fixhost[10].udpApp[0].SubClientId="10" #**.fixhost[10].udpApp[0].time_begin = uniform(24s,24.5s) #**.fixhost[11].udpAppType = "ClientSub" #**.fixhost[11].udpApp[0].SubClientId="11" #**.fixhost[11].udpApp[0].time_begin = uniform(24s,24.5s) #**.fixhost[12].udpAppType = "ClientSub" #**.fixhost[12].udpApp[0].SubClientId="12" #**.fixhost[12].udpApp[0].time_begin = uniform(24s,24.5s) #**.fixhost[13].udpAppType = "ClientSub" #**.fixhost[13].udpApp[0].SubClientId="13" #**.fixhost[13].udpApp[0].time_begin = uniform(24s,24.5s) #**.fixhost[14].udpAppType = "ClientSub" #**.fixhost[14].udpApp[0].SubClientId="14" #**.fixhost[14].udpApp[0].time_begin = uniform(24s,24.5s) #**.fixhost[15].udpAppType = "ClientSub" #**.fixhost[15].udpApp[0].SubClientId="15" #**.fixhost[15].udpApp[0].time_begin = uniform(24s,24.5s) #**.fixhost[16].udpAppType = "ClientSub" #**.fixhost[16].udpApp[0].SubClientId="16" #**.fixhost[16].udpApp[0].time_begin = uniform(24s,24.5s) #**.fixhost[17].udpAppType = "ClientSub" #**.fixhost[17].udpApp[0].SubClientId="17" #**.fixhost[17].udpApp[0].time_begin = uniform(24s,24.5s) #**.fixhost[18].udpAppType = "ClientSub" #**.fixhost[18].udpApp[0].SubClientId="18" #**.fixhost[18].udpApp[0].time_begin = uniform(24s,24.5s) #**.fixhost[19].udpAppType = "ClientSub" #**.fixhost[19].udpApp[0].SubClientId="19" #**.fixhost[19].udpApp[0].time_begin = uniform(24s,24.5s)  #**.fixhost[*].udpAppType = "UDPBasicApp" **.fixhost[*].numUdpApps = 1 #**.fixhost[*].udpApp[0].time_begin = uniform(20s,150s)   **.udpApp[*].destPort = 1000 **.udpApp[*].localPort = 1000 **.udpApp[0].messageLength = 64B # **.udpApp[0].messageFreq = 0.1s #**.udpApp[0].messageFreq = 0.24s **.udpApp[0].message_freq_jitter = uniform(-0.001s,0.001s) #**.udpApp[0].burstDuration = 0s **.udpApp[0].activeBurst=true #**.udpApp[0].activeBurst=false # the same destination for all packets  **.udpApp[0].burstDuration = uniform(1s,4s,1) # **.udpApp[0].time_off = uniform(20s,40s,1) **.udpApp[0].time_off = 0s **.udpApp[0].time_end = 0s ##**.udpApp[0].time_begin =uniform(0s,4s,1) # **.udpApp[0].time_begin = 10s 
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#**.udpApp[0].limitDelay = 20s **.udpApp[0].limitDelay = 1000s **.udpApp[0].rand_generator = 1   # tcp apps (off) **.numTcpApps = 0 **.tcpAppType = "TelnetApp"  # ping app (host[0] pinged by others) # ping app (off) **.pingApp.destAddr = "" **.pingApp.srcAddr = "" **.pingApp.packetSize = 56B **.pingApp.interval = 1s **.pingApp.hopLimit = 32 **.pingApp.count = 0 **.pingApp.startTime = 1s **.pingApp.stopTime = 0 **.pingApp.printPing = true  #*.fixhost[0].pingApp.destAddr="" #*.host[*].pingApp.destAddr="fixhost[0]" #**.pingApp.srcAddr="" #**.pingApp.packetSize=56 #**.pingApp.interval =1 #**.pingApp.hopLimit=32 #**.pingApp.count=0 #**.pingApp.startTime=uniform(1,5) #**.pingApp.stopTime=0 #**.pingApp.printPing=true  # tcp settings **.tcp.mss = 1024 **.tcp.advertisedWindow = 14336 # 14*mss **.tcp.sendQueueClass = "TCPMsgBasedSendQueue" **.tcp.receiveQueueClass = "TCPMsgBasedRcvQueue" **.tcp.tcpAlgorithmClass = "TCPReno" **.tcp.recordStats = true  # ip settings **.routingFile = "" **.ip.procDelay = 10us # **.IPForward=false  # ARP configuration **.arp.retryTimeout = 1s **.arp.retryCount = 3 **.arp.cacheTimeout = 100s #**.networklayer.proxyARP = true # Host's is hardwired "false"  # manet routing **.manetrouting.manetmanager.routingProtocol="AODV" #**.routingProtocol.use-default=yes  ############################################################################## # Parameters for the network interface and IFqueue # ############################################################################## **.wlan.ifqType = "DropTailQueue" **.ifq.frameCapacity = 1 **.useMACAcks = false **.macAckWaitDuration = 0.001s ############################################################################## 
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# Parameters for MAC layer # ############################################################################## **.mac.BO = 8 # range [1,14] **.mac.SO = 4 #range [0, BO) # GTS settings **.host[*].**.mac.ack4Gts = true **.host[*].**.mac.gtsPayload = 10 # should be consistent with that in trafconfig.xml **.host[*].**.mac.dataTransMode = 3 # 1: direct; 2: indirect; 3: GTS **.host[*].**.mac.isRecvGTS = true # ignored  ############################################################################## # Parameters for PHY layer # ############################################################################## **.phy.transmitterPower = 1.0mW #[mW] **.phy.sensitivity = -85dBm #[dBm] **.phy.thermalNoise = -110dBm #[dBm] **.phy.pathLossAlpha = 2 **.phy.snirThreshold = 4dB  ############################################################################## # Parameters for the channel control # ############################################################################## # channel physical parameters *.channelcontrol.carrierFrequency = 2.4GHz *.channelcontrol.pMax = 2.0mW *.channelcontrol.sat = -85dBm *.channelcontrol.alpha = 2 *.channelcontrol.numChannels = 27 ############################################################################## # Parameters for the display module in the hosts # ############################################################################## # display parameters (same as channelcontrol parameters and mac parameters) **.disp.carrierFrequency = 2.4GHz **.disp.pMax = 2.0mW **.disp.sat = -85dBm #[dBm] **.disp.alpha = 2 **.disp.numChannels = 27 **.disp.transmitterPower = 1.0mW #[mW] **.disp.sensitivity = -85dBm #[dBm]  ############################################################################## # Parameters for the Energy Model (units: mAh and mA) # ############################################################################## #**.battery.batteryCapacity = 25 #[mAh] #**.battery.meanTimeToFailure = -1s #**.battery.usage_radio_idle = 1.38mA #[mA] #**.battery.usage_radio_recv = 9.6mA #[mA] #**.battery.usage_radio_sleep = 0.06mA #[mA] #**.phy.transmitterPower = 1.0mW #[mW] **.phy.usageCpuActive = 7.6 **.phy.usageCpuSleep = 0.237 ## 3.3 mA for IDLE mode, 0.237 mA for Standby   **.phy.usage_radio_idle = 1.38mA #[mA] **.phy.usage_radio_recv = 9.6mA #[mA] **.phy.usage_radio_sleep = 0.06mA #[mA]   **.battery.nominal = 25 **.battery.capacity = 25 **.battery.voltage = 3.3 **.battery.resolution = 1s **.battery.publishDelta = 0.5 
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**.battery.publishTime = 20s  **.battery.ConsumedVector = true **.rxSetupTime = 0.00108s  ############################################################################## # Output vectors # ##############################################################################  **.End-to-end delay.vector-recording = true **.Mean end-to-end delay.vector-recording = true **.battery.ConsumedVector.vector-recording = true **.vector-recording = true  ############################################################################## # Simulation runs # ##############################################################################  #**.use-default=yes  # proccesing delay in the routing protocol, avoid syncronization **.broadCastDelay=uniform(0s,0.01s) # 10 mseconds **.uniCastDelay=uniform(0s,0.005s)  #/ parameters : DYMOUM **.no_path_acc_ = false **.reissue_rreq_ = false **.s_bit_ = false **.hello_ival_ = 0 **.MaxPktSec = 20 #// 10 **.promiscuous = false **.NetDiameter = 10 **.RouteTimeOut = 3000 **.RouteDeleteTimeOut = 3000*5 #//5*RouteTimeOut **.RREQWaitTime = 1000 **.RREQTries =3 **.noRouteBehaviour=1   # // parameters: AODVUU; **.log_to_file = false **.hello_jittering = true **.optimized_hellos = true **.expanding_ring_search = true **.local_repair = true **.rreq_gratuitous = true #**.debug = false **.rt_log_interval = 0 **.unidir_hack = 0 **.internet_gw_mode = 0 **.receive_n_hellos = 1 **.ratelimit = 1000 **.llfeedback = false# //1000 **.wait_on_reboot = 0 **.active_timeout = 6000 # // time in ms **.internet_gw_address = "0.0.0.0"  # // parameters: DSRUU; **.PrintDebug = true **.FlushLinkCache = true **.PromiscOperation = false **.UseNetworkLayerAck = false **.BroadCastJitter = 20 # 20 ms **.RouteCacheTimeout = 300 #300 seconds 
Evaluación de mecanismos publish/subscribe en entornos de WSN Pág. 149 
 
**.SendBufferTimeout = 300# //30 s **.SendBufferSize = -1 **.RequestTableSize = -1 **.RequestTableIds = -1 **.MaxRequestRexmt = -1 #// 16, **.MaxRequestPeriod = 10 #//10 SECONDS **.RequestPeriod = 500 #//500 MILLISECONDS **.NonpropRequestTimeout = 30# //30 MILLISECONDS **.RexmtBufferSize = -1 #//MAINT_BUF_MAX_LEN **.MaintHoldoffTime = 250# //250 MILLISECONDS **.MaxMaintRexmt = 2 # //2 **.TryPassiveAcks = true #//1 **.PassiveAckTimeout = 100# //100 MILLISECONDS **.GratReplyHoldOff = 1 #, //1 SECONDS **.MAX_SALVAGE_COUNT = 15 # //15 **.LifoSize = 20 **.PathCache = true **.ETX_Active=false **.ETXHelloInterval = 1 #, // Second **.ETXWindowNumHello = 10 **.ETXRetryBeforeFail=-1 **.RREPDestinationOnly = false **.RREQMaxVisit =5 # // Max Number that a RREQ can be processes by a node  #// Olsr **.Willingness=3 **.Hello_ival=2 **.Tc_ival=5 **.Mid_ival=5 **.use_mac =0 #1 **.Mpr_algorithm = 1 **.routing_algorithm = 1 **.Link_quality = 2 **.Fish_eye = false **.Tc_redundancy = 3 **.Link_delay = true #//default false **.C_alpha=0.2  #// DSDV **.manetroutingprotocol.hellomsgperiod_DSDV = 1 # //Period of DSDV hello message generation [seconds] **.manetroutingprotocol.manetroutingprotocol.timetolive_routing_entry = 5 # // ;[seconds] **.netmask = "255.255.0.0" # // **.MaxVariance_DSDV = 1 **.RNGseed_DSDV = 0   [Config Config1_1] description = "Configuration - 125x125 - 7 nodes - Aleatorio" *.playgroundSizeX = 125 *.playgroundSizeY = 125 **.fixhost[0].x= 62.5 **.fixhost[0].y= 62.5 #**.fixhost[*].x= 175 + 175*cos((2*3.1416/(numFixHosts-1))*index) #**.fixhost[*].y= 175 + 175*sin((2*3.1416/(numFixHosts-1))*index)  #medio circulo **.fixhost[1..3].x= 62.5 - uniform(20*(10/uniform(10,20)),31.25)*sin( (3.1416/(3+1))*(index-0))  **.fixhost[1..3].y= 62.5 + uniform(20*(10/uniform(10,20)),31.25)*cos((3.1416/(3+1))*(index-0))  **.fixhost[4..6].x= 62.5 + uniform(20*(10/uniform(10,20)),31.25)*sin( (3.1416/(3+1))*(index-3)) **.fixhost[4..6].y= 62.5 + uniform(20*(10/uniform(10,20)),31.25)*cos((3.1416/(3+1))*(index-3))  [Config Config2] 
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description = "Configuration - 250x250 - 7 nodes" *.playgroundSizeX = 250 *.playgroundSizeY = 250 **.fixhost[0].x= 125 **.fixhost[0].y= 125 **.fixhost[*].x= 125 + 125*cos((2*3.1416/(numFixHosts-1))*index) **.fixhost[*].y= 125 + 125*sin((2*3.1416/(numFixHosts-1))*index)  [Config Config3] description = "Configuration - 375x375 - 7 nodes" *.playgroundSizeX = 375 *.playgroundSizeY = 375 **.fixhost[0].x= 187 **.fixhost[0].y= 187 **.fixhost[*].x= 187 + 187*cos((2*3.1416/(numFixHosts-1))*index) **.fixhost[*].y= 187 + 187*sin((2*3.1416/(numFixHosts-1))*index)  [Config Config4] description = "Configuration - 260x260 - 7 nodes" *.playgroundSizeX = 260 *.playgroundSizeY = 260 **.fixhost[0].x= 130 **.fixhost[0].y= 130 **.fixhost[*].x= 130 + 130*cos((2*3.1416/(numFixHosts-1))*index) **.fixhost[*].y= 130 + 130*sin((2*3.1416/(numFixHosts-1))*index)   [Config Config5] description = "Configuration - 280x280 - 7 nodes" *.playgroundSizeX = 280 *.playgroundSizeY = 280 **.fixhost[0].x= 140 **.fixhost[0].y= 140 **.fixhost[*].x= 140 + 140*cos((2*3.1416/(numFixHosts-1))*index) **.fixhost[*].y= 140 + 140*sin((2*3.1416/(numFixHosts-1))*index)  [Config Config6] description = "Configuration - 300x300 - 7 nodes" *.playgroundSizeX = 300 *.playgroundSizeY = 300 **.fixhost[0].x= 150 **.fixhost[0].y= 150 **.fixhost[*].x= 150 + 150*cos((2*3.1416/(numFixHosts-1))*index) **.fixhost[*].y= 150 + 150*sin((2*3.1416/(numFixHosts-1))*index)  [Config Config7] description = "Configuration - 320x320 - 7 nodes" *.playgroundSizeX = 320 *.playgroundSizeY = 320 **.fixhost[0].x= 160 **.fixhost[0].y= 160 **.fixhost[*].x= 160 + 160*cos((2*3.1416/(numFixHosts-1))*index) **.fixhost[*].y= 160 + 160*sin((2*3.1416/(numFixHosts-1))*index)  [Config Config8] description = "Configuration - 340x340 - 7 nodes" *.playgroundSizeX = 340 *.playgroundSizeY = 340 **.fixhost[0].x= 170 **.fixhost[0].y= 170 **.fixhost[*].x= 170 + 170*cos((2*3.1416/(numFixHosts-1))*index) **.fixhost[*].y= 170 + 170*sin((2*3.1416/(numFixHosts-1))*index)  
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[Config Config9] description = "Configuration - 360x360 - 7 nodes" *.playgroundSizeX = 360 *.playgroundSizeY = 360 **.fixhost[0].x= 180 **.fixhost[0].y= 180 **.fixhost[*].x= 180 + 180*cos((2*3.1416/(numFixHosts-1))*index) **.fixhost[*].y= 180 + 180*sin((2*3.1416/(numFixHosts-1))*index)  [Config Config10] description = "Configuration - 350x350 - 7 nodes" *.playgroundSizeX = 350 *.playgroundSizeY = 350 **.fixhost[0].x= 175 **.fixhost[0].y= 175 **.fixhost[*].x= 175 + 175*cos((2*3.1416/(numFixHosts-1))*index) **.fixhost[*].y= 175 + 175*sin((2*3.1416/(numFixHosts-1))*index)  [Config Config10_1] description = "Configuration - 350x350 - 7 nodes - Aleatorio" *.playgroundSizeX = 350 *.playgroundSizeY = 350 **.fixhost[0].x= 175 **.fixhost[0].y= 175 #**.fixhost[*].x= 175 + 175*cos((2*3.1416/(numFixHosts-1))*index) #**.fixhost[*].y= 175 + 175*sin((2*3.1416/(numFixHosts-1))*index)  #medio circulo ##Option A #**.fixhost[1..3].x= 175 - uniform(20*(10/uniform(10,20)),87.5)*sin( (3.1416/(3+1))*(index-0))  #**.fixhost[1..3].y= 175 + uniform(20*(10/uniform(10,20)),87.5)*cos((3.1416/(3+1))*(index-0)) #**.fixhost[4..6].x= 175 + uniform(20*(10/uniform(10,20)),87.5)*sin( (3.1416/(3+1))*(index-3)) #**.fixhost[4..6].y= 175 + uniform(20*(10/uniform(10,20)),87.5)*cos((3.1416/(3+1))*(index-3))  #Option B #**.fixhost[1..3].x= 175 - uniform(40*(10/uniform(10,20)),87.5)*sin( (3.1416/(3+1))*(index-0))  #**.fixhost[1..3].y= 175 + uniform(40*(10/uniform(10,20)),87.5)*cos((3.1416/(3+1))*(index-0)) #**.fixhost[4..6].x= 175 + uniform(40*(10/uniform(10,20)),87.5)*sin( (3.1416/(3+1))*(index-3)) #**.fixhost[4..6].y= 175 + uniform(40*(10/uniform(10,20)),87.5)*cos((3.1416/(3+1))*(index-3))  #Option C #**.fixhost[1..3].x= 175 - uniform(87.5*(10/uniform(10,20)),87.5)*sin( (3.1416/(3+1))*(index-0))  #**.fixhost[1..3].y= 175 + uniform(87.5*(10/uniform(10,20)),87.5)*cos((3.1416/(3+1))*(index-0)) #**.fixhost[4..6].x= 175 + uniform(87.5*(10/uniform(10,20)),87.5)*sin( (3.1416/(3+1))*(index-3)) #**.fixhost[4..6].y= 175 + uniform(87.5*(10/uniform(10,20)),87.5)*cos((3.1416/(3+1))*(index-3))  #Option D **.fixhost[1..3].x= 175 - uniform(131.25*(10/uniform(10,20)),87.5)*sin( (3.1416/(3+1))*(index-0))  **.fixhost[1..3].y= 175 + uniform(131.25*(10/uniform(10,20)),87.5)*cos((3.1416/(3+1))*(index-0))   **.fixhost[4..6].x= 175 + uniform(131.25*(10/uniform(10,20)),87.5)*sin( (3.1416/(3+1))*(index-3)) **.fixhost[4..6].y= 175 + uniform(131.25*(10/uniform(10,20)),87.5)*cos((3.1416/(3+1))*(index-3))  #DistribuciÃ³n aleatoria circular #**.fixhost[1..3].x= 175 - uniform(20*(10/uniform(10,20)),30)*sin( (2*3.1416/(3+1))*(index-3))  #**.fixhost[1..3].y= 175 + uniform(20*(10/uniform(10,20)),30)*cos((2*3.1416/(3+1))*(index-3)) 
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Código de los desarrollos de funcionalidad 
Función de prueba del decisor de subscripción 
 void ClientPub::assignTopicsTableClientName() {  //Parametro ClientName  char buffer[50];  char *pr;  /*   buffer_wsn = par("wsn_name");   buffer_edificio = par("edificio_name");   buffer_planta = par("planta_name");   buffer_sensor = par("sensor_name");   */  opp_string buffer_wsn_2 = "*";  opp_string buffer_edificio_2 = "*";  opp_string buffer_planta_2 = "*";  opp_string buffer_sensor_2 = "*";  opp_string buffer_TopicName = "TopicName";  // Example: wsn/edificio/planta/sensor_name/topico  int nbuffer;  nbuffer = sprintf(buffer, "%s/%s/%s/%s/%s", buffer_wsn_2.buffer(),    buffer_edificio_2.buffer(), buffer_planta_2.buffer(),    buffer_sensor_2.buffer(), buffer_TopicName.buffer());  Byte dataBuffer = Byte(buffer);  ev << "Prueba parser: " << dataBuffer.stringValue() << endl;  cStringTokenizer tokenizer2(buffer, "/");  opp_string stringElement = createTopic("wnsName", "edificioName",    "plantaName", "sensorName", "TopicName");  ev << "stringElement: " << stringElement << endl;  char buffer2[50];  int nbuffer2;  nbuffer2 = sprintf(buffer2, "%s", stringElement.buffer());  if (decisorTopic((const char *) buffer2, "wnsName", "edificioName",    "plantaName", "sensorName", "TopicName")) {   ev << " Decisor Responds : TRUE" << endl;  } else {   ev << " Decisor Responds : FALSE" << endl;  }  while (tokenizer2.hasMoreTokens()) {   const char *element = tokenizer2.nextToken();   ev << " [" << element << "]" << endl;  } 
} 
Resultado de la prueba del del decisor de subscripción 
Prueba Topicos wsn/.../.../... 
Prueba parser: */*/*/*/TopicName 
Prueba parser: wnsName/edificioName/plantaName/sensorName/TopicName 
stringElement: wnsName/edificioName/plantaName/sensorName/TopicName 







Contador : 5 
 
Resultado :  
 - WSN: wnsName - Edificio: edificioName - Planta: plantaName - Sensor: sensorName - 
Topic: TopicName 
Comparar con :  
 - WSN: wnsName - Edificio: edificioName - Planta: plantaName - Sensor: sensorName - 
Topic: TopicName 
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Función de prueba del buffer circular 
void GWPubSub::pruebaCircularBuffer() {  //--------(PRUEBA BUFFER CIRCULAR)----------//   //--------Parametros--------//  typedefCircularBuffer buffer_prueba;   // Buffer para crear secuencia DATOS tipo opp_string  char buffer[50];  Byte datat;  opp_string data_prueba;   int indice_prueba = 5;  int indice_extraccion = 2;  int MsgId_prueba = 0;  int nn;   // Buffer  TopicData_Buffer TopicDataBuffer;  MsgId_Buffer MsgIdBuffer;   ev << " Entro a inicializar Buffer" << endl;  initializeCircularBuffer(indice_prueba, &buffer_prueba);  ev << " Despues de inicializar Buffer" << endl;  for (int kk = 0; kk < indice_prueba; kk++) {    ev << " Indice First: " << buffer_prueba.indexFirst << endl;   ev << " Indice Next: " << buffer_prueba.indexNext << " , Indice End: "     << buffer_prueba.indexEnd << endl << endl;  }   //---- Primer PUSH ----//  for (int kk = 0; kk < indice_extraccion; kk++) {   nn = sprintf(buffer, "%d", kk + 1);   datat = Byte(buffer);   data_prueba = datat.stringValue();   ev << "Imprimir valores:" << data_prueba << endl;    pushCircularBuffer(data_prueba, kk + 2, &buffer_prueba);    /*buffer_topic.TopicDataBuffer.push_back(kk+1);    buffer_topic.MsgIdBuffer.push_back(buffer_topic.MsgIdBuffer[0]);*/    ev << " Elemento Buffer " << kk << endl;   // ev << "  ->Valor: " << data_prueba << endl << "  ->MsgId: " << MsgId_prueba << endl;   //ev << " Elemento[0]: " << buffer_topic.TopicDataBuffer[0] << endl;   //ev << " Elemento[1]: " << buffer_topic.TopicDataBuffer[1] << endl;   //ev << " Elemento[2]: " << buffer_topic.TopicDataBuffer[2] << endl;   //ev << " Elemento[3]: " << buffer_topic.TopicDataBuffer[3] << endl;   ev << " Tamanyo Buffer: " << buffer_prueba.sizeBuffer << endl;   ev << " Indice First: " << buffer_prueba.indexFirst << endl;   ev << " Indice Next: " << buffer_prueba.indexNext << " , Indice End: "     << buffer_prueba.indexEnd << endl << endl;   } 
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  //---- Primer POP ----//  for (int kk = 0; kk < indice_extraccion; kk++) {   popCircularBuffer(&data_prueba, &MsgId_prueba, &buffer_prueba);   ev << " Elemento Buffer " << kk << endl << "  ->Valor: " << data_prueba     << endl << "  ->MsgId: " << MsgId_prueba << endl;    /* buffer_topic.TopicDataBuffer.erase(buffer_topic.TopicDataBuffer.begin());    //buffer_topic.TopicDataBuffer.erase(buffer_topic.TopicDataBuffer.end());    //buffer_topic.TopicDataBuffer.pop_back();*/   ev << " -> Extraccion " << kk << endl;   //ev << " Elemento[0]: " << buffer_topic.TopicDataBuffer[0] << endl;   //ev << " Elemento[1]: " << buffer_topic.TopicDataBuffer[1] << endl;   //ev << " Elemento[2]: " << buffer_topic.TopicDataBuffer[2] << endl;   //ev << " Elemento[3]: " << buffer_topic.TopicDataBuffer[3] << endl;   ev << " Tamanyo Buffer: " << buffer_prueba.sizeBuffer << endl;   ev << " Indice First: " << buffer_prueba.indexFirst << endl;   ev << " Indice Next: " << buffer_prueba.indexNext << " , Indice End: "     << buffer_prueba.indexEnd << endl << endl;  }   //---- Segundo PUSH ----//  for (int kk = 0; kk < 6; kk++) {    nn = sprintf(buffer, "%d", kk + 20);   datat = Byte(buffer);   data_prueba = datat.stringValue();   ev << "Imprimir valores:" << data_prueba << endl;   pushCircularBuffer(data_prueba, kk + 30, &buffer_prueba);    /*buffer_topic.TopicDataBuffer.push_back(kk+1);    buffer_topic.MsgIdBuffer.push_back(buffer_topic.MsgIdBuffer[0]);*/    ev << " Elemento Buffer " << kk << endl;   // ev << "  ->Valor: " << data_prueba << endl << "  ->MsgId: " << MsgId_prueba << endl;   //ev << " Elemento[0]: " << buffer_topic.TopicDataBuffer[0] << endl;   //ev << " Elemento[1]: " << buffer_topic.TopicDataBuffer[1] << endl;   //ev << " Elemento[2]: " << buffer_topic.TopicDataBuffer[2] << endl;   //ev << " Elemento[3]: " << buffer_topic.TopicDataBuffer[3] << endl;   ev << " Tamanyo Buffer: " << buffer_prueba.sizeBuffer << endl;   ev << " Indice First: " << buffer_prueba.indexFirst << endl;   ev << " Indice Next: " << buffer_prueba.indexNext << " , Indice End: "     << buffer_prueba.indexEnd << endl << endl;   }   //---- Segundo POP ----//  for (int kk = 0; kk < indice_extraccion; kk++) {   popCircularBuffer(&data_prueba, &MsgId_prueba, &buffer_prueba);   ev << " Elemento Buffer " << kk << endl << "  ->Valor: " << data_prueba     << endl << "  ->MsgId: " << MsgId_prueba << endl;    /* buffer_topic.TopicDataBuffer.erase(buffer_topic.TopicDataBuffer.begin());    //buffer_topic.TopicDataBuffer.erase(buffer_topic.TopicDataBuffer.end()); 
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   //buffer_topic.TopicDataBuffer.pop_back();*/   //ev << " -> Extraccion " << kk << endl;   //ev << " Elemento[0]: " << buffer_topic.TopicDataBuffer[0] << endl;   //ev << " Elemento[1]: " << buffer_topic.TopicDataBuffer[1] << endl;   //ev << " Elemento[2]: " << buffer_topic.TopicDataBuffer[2] << endl;   //ev << " Elemento[3]: " << buffer_topic.TopicDataBuffer[3] << endl;   ev << " Tamanyo Buffer: " << buffer_prueba.sizeBuffer << endl;   ev << " Indice First: " << buffer_prueba.indexFirst << endl;   ev << " Indice Next: " << buffer_prueba.indexNext << " , Indice End: "     << buffer_prueba.indexEnd << endl << endl;  }  //------------------------------------------// 
} 
Resultado de la prueba del buffer circular 
Entro a inicializar Buffer 
 Introducido valor Buffer: 0 ,  
 Introducido valor Buffer: 0 ,  
 Introducido valor Buffer: 0 ,  
 Introducido valor Buffer: 0 ,  
 Introducido valor Buffer: 0 ,  
 Despues de inicializar Buffer 
 Indice First: 0 
 Indice Next: 0 , Indice End: 4 
 
 Indice First: 0 
 Indice Next: 0 , Indice End: 4 
 
 Indice First: 0 
 Indice Next: 0 , Indice End: 4 
 
 Indice First: 0 
 Indice Next: 0 , Indice End: 4 
 
 Indice First: 0 
 Indice Next: 0 , Indice End: 4 
 
Imprimir valores:1 
 Elemento Buffer 0 
 Tamanyo Buffer: 1 
 Indice First: 0 
 Indice Next: 1 , Indice End: 4 
 
Imprimir valores:2 
 Elemento Buffer 1 
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 Tamanyo Buffer: 2 
 Indice First: 0 
 Indice Next: 2 , Indice End: 4 
 
 Elemento Buffer 0 
  ->Valor: 1 
  ->MsgId: 2 
 -> Extraccion 0 
 Tamanyo Buffer: 1 
 Indice First: 1 
 Indice Next: 2 , Indice End: 4 
 
 Indices correctos 
 Elemento Buffer 1 
  ->Valor: 2 
  ->MsgId: 3 
 -> Extraccion 1 
 Tamanyo Buffer: 0 
 Indice First: 2 
 Indice Next: 2 , Indice End: 4 
 
Imprimir valores:20 
 Elemento Buffer 0 
 Tamanyo Buffer: 1 
 Indice First: 2 
 Indice Next: 3 , Indice End: 4 
 
Imprimir valores:21 
 Elemento Buffer 1 
 Tamanyo Buffer: 2 
 Indice First: 2 
 Indice Next: 4 , Indice End: 4 
 
Imprimir valores:22 
 Elemento Buffer 2 
 Tamanyo Buffer: 3 
 Indice First: 2 
 Indice Next: 0 , Indice End: 4 
 
Imprimir valores:23 
 Elemento Buffer 3 
 Tamanyo Buffer: 4 
 Indice First: 2 
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 Indice Next: 1 , Indice End: 4 
 
Imprimir valores:24 
 Elemento Buffer 4 
 Tamanyo Buffer: 5 
 Indice First: 2 
 Indice Next: 2 , Indice End: 4 
 
Imprimir valores:25 
 Elemento Buffer 5 
 Tamanyo Buffer: 5 
 Indice First: 3 
 Indice Next: 3 , Indice End: 4 
 
 Elemento Buffer 0 
  ->Valor: 21 
  ->MsgId: 31 
 Tamanyo Buffer: 4 
 Indice First: 4 
 Indice Next: 3 , Indice End: 4 
 
 Elemento Buffer 1 
  ->Valor: 22 
  ->MsgId: 32 
 Tamanyo Buffer: 3 
 Indice First: 0 
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Implementación de funciones de lectura y escritura de ficheros 
para el protocolo MQTT-SN – Desarrollo 
Se coge de ejemplo la implementación del GWPubSub, escalable con el mismo código en los 
ficheros ClientPub y ClientSub. 
Implementación de funciones de lectura y escritura en *.cc 
//------------------ FUNCTIONS Semantic Web ---------------// void GWPubSub::writeFileSemantic() {   ev << " >> GWPubSub::writeFileSemantic >>" << endl;   std::ofstream file;// can be merged to std::ofstream file("file.txt");  std::ofstream file2;  //file.open("file.txt");   int nn = sprintf(nameFile, "files_semantic/gateway/file_gw_%s_primary.txt", par("GwClientId").stringValue());  int nn2 = sprintf(nameFile2, "files_semantic/gateway/file_gw_%s_secondary.txt", par("GwClientId").stringValue());   file.open(nameFile);  file2.open(nameFile2);   file << "";  file2 << "";   file.close();  file2.close(); }  void GWPubSub::readFileSemantic() {   ev << " >> GWPubSub::readFileSemantic >>" << endl;   char cadena[100];  std::ifstream file;  //file.open("file.txt");  file.open(nameFile);  ev << "--> Prueba file.txt" << endl;  file >> cadena;  while (!file.eof()) {   ev << "Buffer: " << cadena << endl;   writeFileSemanticChar(cadena);   file >> cadena;  }  ev << "--> END - Prueba file.txt" << endl;  file.close(); }  void GWPubSub::writeFileSemanticChar(char *cadena2) {  std::ofstream file2;// can be merged to std::ofstream file("file.txt");  //file2.open("file2.txt"); 
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Implementación de funciones de lectura y escritura de ficheros 
para el consume de batería – Desarrollo  
InetSimpleBattery.ned 
 simple InetSimpleBattery {         parameters:                  …         string indexHost = default(""); }  
InetSimpleBattery.h 
class INET_API InetSimpleBattery : public BasicBattery {   protected:     // @rcharro - MQTTSN     const char * indexHost;     // @rcharro - MQTTSN - Semantic Web     bool flag_file_store;     char nameFile[50];     char nameFile2[50];     int indexFileBattery;     int indexLineFileBattery; 




void InetSimpleBattery::initialize(int stage) { … // ---- @rcharro - INIT - indexHost         indexHost  = par("indexHost");         //EV<< "[BATTERY]: " << getParentModule()->getFullName() << " - indexHost = " << indexHost << endl;         // ---- @rcharro - END - indexHost          // ---- @rcharro - INIT - writeFileSemantic         indexFileBattery = 1;         indexLineFileBattery = 1;         limitLineFileBattery = 2000;         writeFileSemantic();         // ---- @rcharro - INIT - writeFileSemantic                  // ---- [rcharro] INIT - (Battery info - Initialized)         
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 EV<< simTime() << " >> [BATTERY]: " << getParentModule()->getFullName() << " - (" << indexHost << ") >> capacity = " << capmAh << "mA-h (nominal = " << nominalCapmAh <<                 ") at " << voltage << "V" << " ; publishDelta = " << publishDelta * 100 << "%, publishTime = " << publishTime << "s, resolution = " << resolution << "sec" << endl;          char cadena_buffer_send [300];         int nbuffer_send;          nbuffer_send=sprintf(cadena_buffer_send, "%f_%s_%s_capacity=%f[mA-h](nominal=%f)at%f(V);publishDelta=%f(coef=0-1),publishTime=%f(s),resolution=%f(sec)", simTime().dbl(), getParentModule()->getFullName(), indexHost, capmAh, nominalCapmAh, voltage, publishDelta, publishTime.dbl(), resolution.dbl());         Byte dataBuffer_send = Byte(cadena_buffer_send);         readWriteFileSemantic(cadena_buffer_send);          // ---- [rcharro] END - (Battery info - Initialized)  … }  void InetSimpleBattery::deductAndCheck() { … // ---- [rcharro] INIT - (Battery info - residual capacity)     EV << lastUpdateTime << " - [BATTERY]: " << getParentModule()->getFullName() << " - (" << indexHost << ") >> residual capacity = " << residualCapacity << "\n";      char cadena_buffer_send [300];     int nbuffer_send;          nbuffer_send=sprintf(cadena_buffer_send, "%f_%s_%s_residualCapacity=%f", simTime().dbl(), getParentModule()->getFullName(), indexHost, residualCapacity);     Byte dataBuffer_send = Byte(cadena_buffer_send);     readWriteFileSemantic(cadena_buffer_send);      // ---- [rcharro] END - (Battery info - residual capacity) … }  //------------------ FUNCTIONS Semantic Web ---------------//  void InetSimpleBattery::writeFileSemantic() {   std::ofstream file;// can be merged to std::ofstream file("file.txt");    int nn = sprintf(nameFile, "battery/%d_file_battery_%s_primary.txt", indexFileBattery, indexHost);  int nn2 = sprintf(nameFile2, "battery/%d_file_battery_%s_secondary.txt", indexFileBattery, indexHost);   //  data_prueba = datat.stringValue();     //file.open("file_battery.txt");  file.open(nameFile);     file << "";     file.close(); }  
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void InetSimpleBattery::readFileSemantic() {  char cadena[100];  std::ifstream file;  //file.open("file_battery.txt");  file.open(nameFile);  //ev << "--> Prueba file_battery.txt" << endl;  file >> cadena;  while(!file.eof()){   //ev << "Buffer: " << cadena << endl;   writeFileSemanticChar(cadena);   file >> cadena;  }  //ev << "--> END - Prueba file_battery.txt" << endl;  file.close(); }  void InetSimpleBattery::writeFileSemanticChar(char *cadena2) {  std::ofstream file2;// can be merged to std::ofstream file("file.txt");  file2.open(nameFile2);  file2 << cadena2;  file2.close(); }  void InetSimpleBattery::readWriteFileSemantic(char *cadena2) {   if(indexLineFileBattery > limitLineFileBattery){   indexLineFileBattery = 1;   indexFileBattery++;   writeFileSemantic();  }   char cadena[300];  std::ifstream file;  std::ofstream file2;  if(flag_file_store){   //file.open("file_battery.txt");   //file2.open("file_battery_2.txt");   file.open(nameFile);   file2.open(nameFile2);   //file.open("/var/lib/tomcat6/webapps/WSN_MQTTS_WS/files/file_pub.txt");   //file2.open("/var/lib/tomcat6/webapps/WSN_MQTTS_WS/files/file_pub_2.txt");  }else{   //file.open("file_battery_2.txt");   //file2.open("file_battery.txt");   file.open(nameFile2);   file2.open(nameFile);   //file.open("/var/lib/tomcat6/webapps/WSN_MQTTS_WS/files/file_pub_2.txt");   //file2.open("/var/lib/tomcat6/webapps/WSN_MQTTS_WS/files/file_pub.txt");  }  //ev << "--> Prueba file_battery.txt" << endl;   file >> cadena;  while(!file.eof()){   //ev << "Buffer: " << cadena << endl; 
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  //file2 << cadena << " ";   file2 << cadena << endl;   file >> cadena;  }  //file2 << file;  file2 << cadena2 << endl;  //ev << "--> END - Prueba file_pub.txt" << endl;  file.close();  file2.close();  if(flag_file_store){   flag_file_store = false;  }else{   flag_file_store = true;  }  indexLineFileBattery++; }  //------------------END FUNCTIONS--------------------------//       
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Servicio WSN_MQTTS_REST – Desarrollo 
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Servicio WSN_MQTTSN_Interface – Desarrollo 
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Conceptos básicos sobre ontología – Desarrollo 
Una ontología se utiliza para capturar el conocimiento sobre algún dominio (domain) de 
interés. Siendo necesario describir los conceptos que forman el dominio y las relaciones que 
existe entre ellos. Dentro de una ontología esta compuesto por los siguientes componentes: 
 
 Individuos o instacias (individuals), son objetos en el dominio donde se trabaja la ontología.   Propiedades (properties), a nivel de clase, se detalla la relación entre individuo/s y un dato. Puede existir subpropiedades dentro de un conjunto de individuos como para individuos concretos. Una propiedad tiene descrito un dominio y un rango (range).    Clases (classes), son conjuntos que contienen individuos. Estos conjuntos son representaciones de conceptos, donde se describen los requerimientos que forman parte de cada clase. Tipos de clases: 
o Clases primitivas, también pueden ser superclases o subsclases. o Clases equivalentes  
o Clases definidas 
o Clases enumeradas 
o Clases disjuntas   Restricciones (restrictions), este componente se define a nivel de clase o individuo. Se definen tres tipos: o Restricciones cuantificador o Restricciones de cardinalidad o Restricciones hasValue     Referencia Bibliográfica [22] 
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Escenario: 200_7_Circ  
 
Escenario: 200_7_Aleat  
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Escenario: 250_7_Circ  
 
Escenario: 250_7_Aleat  
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Escenario: 300_7_Circ  
 
Escenario: 300_7_Aleat  
   




Escenario: 350_7_Aleat  
 





Escenario: 125_21_Aleat  
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Esquemas de ejemplo sobre implementación de MQTT 
 
  Imagen de documento: Building Smarter Planet Solutions with MQTT and IBM WebSphere MQ Telemetry  
  Imagen de documento: Building Smarter Planet Solutions with MQTT and IBM WebSphere MQ Telemetry  Dos configuraciones, con un broker/gateway o con dos brokers/gateways interconectados con un puente/bridge.  
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Example of M2M communication enabled or improved by the MQTT protocol [Apartado 1.4.2 
Machine-to-machine – Documento: Building Smarter Planet Solutions with MQTT and IBM 








The Paho project provides scalable open-source client implementations of open and standard 
messaging protocols aimed at new, existing, and emerging applications for 
Machine-to-Machine (M2M) and Internet of Things (IoT). <http://www.eclipse.org/paho/> 
Using Eclipse Paho's MQTT on BeagleBone Black and 
Raspberry Pi1 
Un ejemplo del uso de protocolo MQTT en Java con el Proyecto PAHO, donde un dispositivo 
(Raspberry Pi) se subscribe a un sensor de temperatura mediante el dispositivo (BeagleBone 










El dispositivo subscriptor hace uso de la información del publicador representando los 
diferentes umbrales de temperatura en un panel LED. 
 
                                               
1 http://eclipse.org/paho/talkingsmall/talking_small.html 
 







Link Info:  http://eclipse.org/ponte/  
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