This note illustrates a theoretical worst-case scenario for groundness analyses obtained through abstract interpretation over the abstract domain of positive Boolean functions. A sequence of programs is given for which any P os-based abstract interpretation for groundness analysis follows an exponential chain. Another sequence of programs is given for which a state-of-the-art implementation based on ROBDD's gives a result of exponential size in only three iterations. The moral of the story is that a serious P os analyser must incorporate some form of widening to protect itself from the inherent complexity of the underlying domain.
Introduction
Many analyses for logic programs use the lattice of positive Boolean functions ordered by implication (P os) to express dependencies between program variables. One of the best known applications of this type of analysis involves reasoning about groundness dependencies in logic programs (e.g. 10]). For example, in this context the formula x^(y z) is interpreted to describe a program state in which x is de nitely bound to a ground term and there exists a grounding dependency such that whenever z becomes bound to a ground term then so does y.
For a predicate p=n (of arity n), a program analysis using Pos consists in
of n-ary positive Boolean functions such that ' k ' k+1 . The result of the analysis is ' k which is the least xed point of a corresponding abstract semantic operator. The cost of a Pos analysis is related to the number of iterations to reach a xed point (and one more to verify that it is a xed point) and the cost of the operations performed in each iteration. These operations include: computing a join (disjunction), computing a meet (conjunction), projecting the formula (existential quantication), and renaming the variables in the formula. In addition, each iteration of the analysis involves a test for equivalence (to determine if a xed point has been reached). While, in theory, the longest chain in Pos is exponential (in the number of variables) and the equivalence problem for Pos is in co-NP 1, Section 2 of this note illustrates that size is not the only problem facing Pos based program analyses. A series of pathological inputs is described for which any (accurate) Pos based groundness analysis (obtained as an abstract interpretation) must follow a chain that is exponential (in the number of symbols in the program). Section 3 illustrates an example which is problematic for an implementation based on BDD's.
While cases of these types are not likely to arise in real world situations, a serious Pos analyser must protect itself from the inherent complexity of the underlying domain. Widening techniques should be introduced for two reasons: both to restrict the size of the representation as well as to restrict the number of iterations. A rst step in this direction is proposed in 8].
An Exponential Chain
The number of iterations in a Pos based analysis is essentially the length of a corresponding chain of formulae. The (P os based) groundness analysis of the following predicate \chain=n" will iterate through a chain of maximal length consisting of 2 n elements. The program consists of a single predicate of arity n with n + 1 binary clauses and contains no function symbols other than a single constant. Hence, the program is of size quadratic in n. select(Z n ; Z 1 ; : : : ; Z n ):
Note that the groundness analysis of append is obtained in 3 iterations resulting in terms of the form Z i $ (X i^Yi ); and that the call to select results in Z $ (Z 1 _ Z 2 _ _ Z n ) (which is obtained in the rst iteration).
Conclusion
Both of the pathological examples described in this note have proven fatal for a state-of-the-art Pos based groundness analyser which uses a BDD representation and combines both top-down and bottom-up analysis techniques. Analysis of both types of programs cannot be improved using techniques such as those described in 2,3] to restrict the size of the BDD's encountered in the course of an analysis.
On one hand, this should come as no surprise given the complexity of the underlying domain. On the other hand the need to incorporate widening techniques in any Pos based analysis has yet to achieve proper attention by the designers of BDD based Pos analysers.
