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Abstract 
 
For developing embedded (control) software, gra-
phical modeling languages based on the data flow 
paradigm are increasingly used, primarily due to the 
similarity with electronic (or electric, hydraulic etc.) 
circuit design. Here, software modules or functions, 
respectively, are essentially graphs with nodes repre-
senting operations and edges representing signals 
(data). Signals often denote values of various physical 
units like current or voltage, but have to be represented 
by the same elementary signal (or data) type like 
"real", making automatic detection of mistakes like 
adding current and voltage or mixing feet and meters 
impossible at data type level. This paper describes how 
such errors can be detected in data flow computational 
models, keeping the additional workload for the model 
developer to a minimum. An example implementation 
for Simulink illustrates the usability of the taken 
approach, which is therefore an important means for 
verification of safety-critical software. 
 
 
1. Introduction
1 
 
Embedded electronic systems already permeate our 
environment and become an indispensable (but more 
and more unnoticed) part of our everyday life. Besides 
bringing the whole consumer and entertainment indus-
try to life, they increasingly control the brakes in our 
cars, guard our houses, or trigger our heartbeat as 
cardiac pacemakers. For such safety-critical or at least 
safety-related applications, every precaution has to be 
taken to rule out unwanted or unexpected behavior. 
One step in that direction is shifting development of 
software from manual coding to model-based code 
generation, which helps to avoid coding mistakes like 
                                                           
1 This work is partially funded by DECOS (Dependable Embedded 
COmponents and Systems), an integrated project funded by the EU 
within priority “Information Society Technologies (IST)” in the sixth 
EU framework programme (contract no. FP6-511 764). 
confusing variable names or indices, and brings (or at 
least should bring) the coding task closer to the domain 
expert. In the (embedded) control systems domain, that 
step becomes manifested in tools grounded on the 
data-flow paradigm like Simulink [12] or SCADE 
[11].  
Data flow computational models (referenced as 
“models” for the remainder of this document) and the 
(visual) data flow languages they use stem from the 
block diagrams widely used in control engineering. A 
model of a control system is represented by a directed 
graph, with nodes representing operational units and 
edges the flow of signals or data between them. Nodes, 
also often referred to as "blocks", have a defined set of 
inputs and outputs, and can either be operators pro-
vided by the system (like mathematical operations) or 
blocks defined by the user, thus allowing for reuse of 
blocks and hierarchical composition of complex 
models. 
Since data flow computational models are in 
general executable, they also allow for functional 
testing software models and hence help to detect 
design errors in early design phases. 
Now, control systems usually have to deal with 
physical quantities like time, temperature, length, 
speed or electrical current, rendering them prone to a 
certain class of programming errors like mixing scales 
(e.g. adding seconds and milliseconds) or swapping 
operands (e.g. dividing time by distance for getting 
speed). The most well known/notorious example is the 
loss of the mars climate orbiter in 1999 [9] due to a 
unit conversion mistake (introduced during reuse of an 
older component). Since most data flow-oriented 
modeling tools provide only a limited set of elementary 
data types like integer or real for representing 
quantitative signals, physical quantities cannot be 
discriminated at native type level and hence such 
errors may remain undetected even by model testing or 
are at least hard to uncover. 
In order to cope with this deficiency, an algorithm 
to provide design time checks for this class of mo-
deling errors has been developed in the course of DECOS
1, which aims at development support of 
distributed embedded real-time systems of up to 
highest criticality. An example implementation is 
currently carried out for Simulink. 
Therefore, this paper is structured as follows. The 
next section presents the general concepts of verifying 
correct usage of physical units, while section 3 demon-
strates, how they can be applied to data flow compu-
tational models. After an extremely short outline of 
Simulink (just to explain properties absolute necessary 
to understand the taken implementation approach) in 
section 4, section 5 describes the realization of the 
units checking algorithm in Simulink, while section 6 
illustrates its application with some examples. After 
section 7 addresses related work, a summary is given 
in section 8. 
 
2. Physical quantities and their correct 
usage 
 
Three aspects have to be taken into consideration 
when trying to check for correct usage of physical 
quantities: 
–  dimensions and units, 
–  scaling, 
–  operational rules. 
 
2.1. Dimensions, units, unit systems 
 
Physical quantities have a dimension; each 
dimension can be measured in multiple units. 
A  unit system defines units for a set of mutually 
independent dimensions. These are the base units, all 
other units can be derived from them (giving derived 
units) by (multiple) multiplication and division of the 
base units. 
The presumably most well-known unit system is the 
standardized SI unit system [13], widely used in engi-
neering today. SI base units are kilograms (kg), meters 
(m), seconds (s), ampere (A), Kelvin (K), mole (mol) 
and candela (cd). We will use it as the basis for repre-
senting physical units in a data structure. 
 
2.2. Scaling  
 
Quantities of the same dimension can be represen-
ted in different units. For instance, time may be given 
in seconds or milliseconds, but also in hours or days. 
Since quantities of the same dimension represented in 
different units have essentially to be treated as of 
different dimension in arithmetic operations, SI relies 
on base units rather than on base dimensions. But SI 
also defines a set of prefixes, representing factors in 
steps of 1000 ranging from 10
-24 – 10
24 as well as the 
factors 0.01, 0.1, 10, and 100. For most of them, names 
like milli (10
-3) or deka (10
1) are commonly known. 
As the time units hour and day illustrate, not all 
commonly used units can be represented by a simple 
power-of-ten factor of the respective SI unit. Especi-
ally for distances (e.g. feet), weights (e.g. pounds), 
areas, and volumes a multitude of units from different 
unit systems exists. But all of these have in common 
that they are a simple real factor larger or smaller than 
the corresponding SI units. 
 
2.3. Operation rules 
 
The problem of verifying the correctness of com-
plex mathematical formulae is of course much older 
than computer technology, and therefore appropriate 
techniques like dimensional analysis or the unit-factor 
method have already evolved from scientific work and 
engineering. 
The following rules are the basis for dimensional 
analysis, adapted for use in computer programs. For 
the sake of brevity, special cases are omitted here. For 
a more detailed description see [14]. 
 
2.3.1.  Basic rules. For the four basic arithmetical 
operations, the following simple rules apply: 
Addition and subtraction is allowed only for values 
with identical units. 
Multiplication gives a new unit. Base unit expo-
nents are calculated by adding the respective 
base unit exponents from the multiplicands. The 
same applies to the (SI) scaling prefixes (as 
exponents of ten), while the real factors for 
non-SI units are multiplied. 
Division gives a new unit. Base unit exponents are 
calculated by subtracting the divisors base unit 
exponents from the dividends exponents. The 
same applies to the (SI) scaling prefixes (again 
as exponent of 10), while the real factors for 
non-SI units are divided. 
Power is derived from multiplication – base unit 
exponents are multiplied by the power exponent. The 
root operation, however, is a special case, since it is 
not valid to draw a root if one of the unit exponents is 
not integer divisible by the root’s base. This, however, 
does not apply to the scaling factor: the root of "kilo-
squaremeter" can be drawn, as the following example 
shows (although such a unit will rather rarely be used). 
[] [] [] m = m = m ⋅ ⋅ ⋅ ⋅
1 2 1 2
3 2 3 10 10 10 210   (1)
 2.3.2.  Additional rules. Functions like logarithm, 
exponentiation, or the trigonometric functions operate 
only on dimensionless numbers. Operators typically 
used in data flow programming environments should 
also be supported. They can be grouped as follows: 
Decision operators: all possible outputs of "if" and 
"case" must have the same unit. 
Comparison operators: only quantities with identi-
cal units can be compared. 
Compound data types: arithmetical operations only 
operate on basic data types, units of the basic 
data type are preserved through composition 
and decomposition of compounds like structs. 
Temporal operators (specific to data flow langua-
ges): simply preserve the unit of their inputs. 
 
2.4.  Matrix/vector quantities 
 
Sometimes, physical quantities are represented as 
matrices or vectors. For example, in wireless commu-
nications, signals are often processed on a frame basis, 
where one frame is a vector of samples in a fixed time-
slot.  
Matrix and vector signals can be checked for unit 
consistency in the same way as scalar signals as long 
as every element of a matrix or vector has the same 
unit. For matrix addition and subtraction this is easily 
verified. For matrix multiplication, consider a matrix A 
= [ai,j]i,j=1,…,N and a vector b = [bi]i=1,…,N. The result of a 
matrix multiplication c = Ab contains a sum of 
products cj = Σi ai,j bi. Since all ai,j bi have the same unit 
and the sum doesn’t change the unit, the derived unit is 
the unit of ai,j bi. 
Matrix division c = b/A = A
-1b is accomplished by 
Gaussian elimination. The transformation of the matrix 
A to upper triangular form doesn’t change its unit. 
Backsubstitution results in a simple division of the 
elements. Hence, the derived unit is the same as bi/ai,j  
 
3. Units check in data flow computational 
models 
 
3.1. Units representation 
 
Taking the SI units and scaling factors discussed 
before into consideration, it is fairly natural to repre-
sent a physical dimension as an 8-dimensional vector, 
where the first seven elements denote the exponents of 
the respective base units in the given order, and the last 
one represents the scaling relative to the base unit or 
set of base units, respectively, in case of derived 
dimensions. Actually, implementation activities have 
indicated that it is better to represent scaling with two 
values: a scaling exponent, containing the power-of-
ten factor against the standard SI unit, and a scaling 
factor, being used for representing non-SI units. Thus, 
a 9-dimensional vector [ekg, em, es, eA, eK, emol, ecd, 
fscale, escale ]  results, with the ei ∈ Z and fscale ∈ R.  
(fscale has been put before escale, because it resembles 
the conventional "mantissa/exponent" notation".  For 
instance, kg is then denoted by [1,0,0,0,0,0, 0,1.0,0], s 
by  [0,0,1,0,0,0,0,1.0,0], milligram by [1,0,0,0,0,0,0, 
1.0,-3], and hour by [0,0,1,0,0,0,0,3600.0,0]. Derived 
units simply have more than one base unit exponent 
different from 0; for instance kN (force, expressed in 
kilo Newton), is expressed as 
[] ⎥ ⎦
⎤
⎢ ⎣
⎡
2 : force
s
kg m
k = kN   
⇒ kg
1, m
1, s
-2, A
0, K
0, mol
0, cd
0; 1.0, 10
3 
⇒ [1,1,-2,0,0,0,0,1.0,3] 
(2)
However, due to the use of a scalar form for the 
notation of units, it is possible that the same unit name 
applies for two or more physical quantities. One 
example for this situation is Newtonmeters. It can 
measure both work and torque (see formulas 3 and 4). 
In correct dimensional analysis, work is the scalar 
product of two vector quantities – force and the dis-
tance over which it moves, resulting in a scalar value; 
torque is the vector product of the same quantities: 
force and the length of the lever. 
[] ⎥
⎦
⎤
⎢
⎣
⎡
= 2
2·kg
   : torque
s
m
Nm   
(vector, force normal to radius,  
outer product of two vectors) 
(3)
[] ⎥
⎦
⎤
⎢
⎣
⎡
= 2
2·kg
   : k/heat energy/wor
s
m
J  
(scalar, force along a path,  
scalar product of two vectors) 
(4)
Despite the fact that torque is formally a vector, it is 
often feasible and efficient to treat it as a scalar during 
calculation, e.g. because all relevant axes are parallel 
anyway. Since energy and torque are units that are 
rather frequent in embedded and especially automotive 
applications, it seems desirable to have a means to 
distinguish between the two cases even when no 
vectors are used for calculations. 
A workaround to achieve this is to introduce an 
additional unit “radial meter” mr used when a radius is 
used in conjunction with tangential forces and other 
physical values. With it, the two units now become 
Nmr = mr m kg/s
2, and J = m
2 kg/s
2. mr can be modeled as an additional unit in the 
vector, making it 10-dimensional, and should be used 
consistently for all related units like angular velocity. 
If a lever length is used in a calculation, it must have 
mr as unit. All calculation rules apply to this new unit 
as well as for the original seven SI units.  
A further aspect relevant in some cases is the dis-
tinction between absolute and relative values. While 
most physical values are "relative", at least for tempe-
rature also "absolute" values are in use. This means 
certain rules for calculations apply and they can have a 
zero point offset, e.g. 
xa ± xr → xa: offset value stays the same 
xa – xa → xr: offset value must be identical, result is 
relative and has no offset 
(Other addition/subtraction expressions over abso-
lute values are not allowed.) Therefore, data types can 
be marked as absolute or, if necessary, with a zero 
point offset defined. 
 
3.2. Rules application 
 
Taken the described rules and units representation 
into consideration, it is now fairly straightforward to 
check a data flow computational model for correct use 
of physical units. Since for a single block, the units of 
the outputs are defined by the units of the inputs 
according to the rules described before, a units check 
function can derive the units of the block outputs by 
propagating the input units through all operations 
within the block to the outputs. The resulting output 
units can then be compared with the expected output 
units.  
Notice that the input units of inner blocks can be 
derived by propagation from the input units of the 
outer block through the data flow graph to that inner 
block. Since a system can always be hierarchically 
modeled as one outer block containing all other blocks 
as inner blocks, and with the system's inputs and 
outputs at its interface, it is basically sufficient to 
define only the units of the systems in- and outputs for 
applying the units check.  
Of course, when doing this, all literal and constant 
values used in the model must likewise be regarded as 
inputs and therefore, their units must be given. As a 
result, for a given model the correct usage of units can 
be checked automatically, given the developer assigns 
units information to the systems inputs, outputs and the 
used constants and literals. 
Some further user interaction may be required in the 
case of loops, because here a block's inputs may 
depend on its outputs.  
 
3.3. Units signature functions 
 
The operational rules can only be applied to a block 
if its internal data flow is known, which in practice is 
not the case if a block is imported into a development 
environment or defined in a language which cannot be 
analyzed by the units check algorithm. However, it is 
possible to define the dependency of the output units 
of a block from its input units.  
In particular, the effect of a block B to the units of 
an output ox can be expressed with a units signature 
function sx of the form: 
[ ] [ ] [ ][ ]
[] [ ] [ ] []
n x x x e
n
e e
x
n x x
i i i v
i i i s o
, 2 , 1 ,
2 1
2 1 ) , , , (
⋅ ⋅ ⋅ ⋅
= =
K
K
(5)
where i1..in are the block’s inputs, [vx] is a unit and 
ex,1..ex,n are rational numbers. The multiplication and 
exponentiation in this function are handled as descri-
bed in section 2.3.  Since dependencies among inputs 
can exist as well, e.g. two inputs must be of same unit, 
such signature functions can also be defined for inputs. 
Hence, if "black box blocks" are augmented by 
units signature functions, they can be considered by 
the units checking algorithm, given that these functions 
have been defined correctly. 
 
4. Simulink 
 
Simulink [12] is an extension to Matlab (e.g. [7]) for 
the simulation and model-based design for dynamic, 
time-varying systems. It provides an interactive 
graphical data flow-oriented environment and a 
customizable set of block libraries, and can be 
extended for specialized applications. It supports linear 
and nonlinear systems, modeled in continuous time, 
sampled time, or a hybrid of the two. Systems can also 
be multirate, i.e., have different parts that are sampled 
or updated at different rates. A distinctive feature of 
Simulink is that it can also handle matrix- and vector-
valued signals. 
Models built in Simulink can be configured and 
made ready for code generation. Using Real-Time 
Workshop and Real-Time Workshop Embedded 
Coder, code can be generated from the model for real-
time simulation, rapid prototyping, or embedded 
system deployment.  
 
5. Implementation 
 
This section describes the implementation of a unit 
checking tool for Simulink. 5.1.  Defining units 
 
Models in Simulink basically consist of blocks and 
signals, which are graphically represented as lines 
connecting different blocks.  Usually, the attributes of 
the signals are determined by the signal sources, or 
they are inherited. Signal objects can be used to assign 
further attributes to the signal. Signal objects are of the 
class  Simulink.Signal. Using the Matlab "Data 
Class Designer", a subclass of Simulink.Signal 
named  unit_checking.signal has been created, 
which implements units as additional parameters (see 
Figure 1). 
Units are now defined by creating instances of the 
unit_checking.signal class in the Matlab work-
space and setting the exponents of the unit. 
 
U_m = units_checking.signal; 
U_m.m_exponent = 1; 
 
 
Figure 1. Parameters of a units_checking.signal 
object 
 
Alternatively, new units can be defined using the 
"Model Explorer". A list of predefined units has been 
implemented in the script units_init.m (see Figure 
2). 
In the Simulink model a unit can now be assigned 
to a signal by naming it with the corresponding unit 
name (e.g. U_m). There is the possibility, that the user 
already assigned names to the signals in the model. In 
the proposed solution this is allowed as long as the 
signal name does not resolve to an instance of a sub-
class of Simulink.Signal other than unit_checking. 
signal. It can however resolve to an instance of a 
standard Simulink.Signal object. Then, the instan-
ce is replaced by an instance of unit_checking. 
signal and all the original properties are copied to 
the new instance using a class constructor. For 
example, assume that there already is an instance 
named my_sig of the class Simulink.Signal in 
the workspace. Then, my_sig can be extended with 
units by 
 
my_sig = unit_checking.signal(my_sig) 
my_sig.m_exponent = 1; 
 
 
Figure 2. Units library in Matlab workspace 
 
5.2.  The Units check machine 
 
Simply put, the units checking machine checks the 
consistency of the signal flow between the inports and 
the outports of all subsystems of the model. Therefore, 
units have to be assigned to at least the inputs and 
outputs of the top-level subsystems as described in 3.2  
Limitations are virtual blocks and signals. Virtual 
signals simply represent other signals graphically. 
They are purely graphical entities, and have no mathe-
matical or physical significance, as do virtual blocks 
like (de)muxes. Simulink ignores them when simula-
ting a model. Virtual Blocks, other than the subsystem 
block, and virtual signals are not supported at the 
moment. 
 
5.2.1.  Algorithm. The algorithm of the units checking 
machine is implemented recursively. Starting from the 
output ports of the top-level subsystem, the model is 
parsed recursively. For every block, the units of the 
predecessors are computed. Then, according to the 
block’s unit signature function (cf. Section 3.3) the 
input units are checked for consistency and the output 
units are derived.  
The unit signature functions of the blocks Add, 
Product, and Subsystem are implemented directly, 
since they can have a variable number of input and output ports. All other blocks can be implemented 
using the signature function, as described below. 
 
5.2.2.  Signatures. Simulink provides a wide range of 
blocks in different toolboxes. Further, user-defined 
blocks can be created using Matlab code, C code, etc. 
Therefore it is unfeasible to implement the unit 
behavior of every block directly. Instead, a data 
structure for specifying the unit signature function 
(equ. 5) has been defined (see Table 1).  
 
Table 1. Fields of the signature structure array 
BlockType  Type of the block (e.g. 'Gain') 
Inputs  Structure array with fields 
Name  Name of the input (required) 
Unit  units_checking.signal 
object (optional, corresponds to 
[vx] in equ. 5) 
Dependencies  Vector of dependencies 
(optional, corresponds to the 
exponents in equ. 5) 
GroupName  Name of the group the input 
belongs to (optional) 
Outputs Structure  array with fields 
Name  Name of the input (required) 
Unit  units_checking.signal 
object (optional, as before) 
Dependencies  Vector of dependencies  
(optional, as before) 
GroupName  Name of the group the output 
belongs to (optional) 
 
If a group of inputs and/or outputs requires the 
same unit, they can be assigned to the same group. 
Signatures for the commonly used blocks in Simulink 
are implemented in a global structure array in the script 
signatures_init.m. This structure array can easily 
be extended to blocks of different toolboxes or user 
defined functions. 
 
6. Examples 
 
6.1.  Average speed 
 
For demonstration we use the model shown in 
Figure 3, calculating an average speed in m/s, from a 
given number of wheel axle rotations per execution 
cycle (ticks). The wheel circumference, the execution 
cycleduration and the cyclenumber of the average time 
window are defined in constants. 
As a test scenario, the unit for circumference differs 
from the unit assumed by the model (U_cm vs. U_m). 
The data type U_one represents a “dimensionless” type 
compatible with the other unit types.   
A first run of the units-check gives a result con-
taining (among others): 
 
Loop detected in the following 
Block(s): "avg_speed/Subsystem/Unit 
Delay". Please specify unit manually. 
 
This is caused by back-feeding the delayed value of 
the block Unit Delay to its own input values. The 
current algorithm recognizes loops; better heuristics 
for resolving them with less or without user interaction 
are possible but not implemented yet. 
After manually assigning U_m to the output of the 
block  Unit Delay, the units-check results in the 
following error message: 
 
Unit mismatch error in the following 
block(s): "avg_speed/Subsystem/Sum".  
Expected: m1*1E-2 Found: m1*1E0 
 
The input mismatch for the block Sum,  can be 
traced back to the block circumference_m, having the 
wrong prefix/scaling exponent (U_cm instead of U_m). 
This can be corrected either by changing the unit and 
the value of circumference, or in the model by division 
of  circumference_m through the scaling constant for 
U_centi.  
Finally, the units checking machine returns: 
 
UNITS CHECK SUCCESSFUL! 
 
6.2.  Alamouti receiver 
 
In wireless communications, multiple antennas and 
special space-time codes can be used to increase 
capacity and reliability of the system. A very popular 
space-time code is the Alamouti code [1]. To decode 
such signals, a matrix inversion of the channel 
coefficient matrix is necessary. A simplified model is 
depicted in Figure 4. The channel gains are collected in 
a [2x2] matrix and the received input symbols in a 
[2x1] vector. The units of channel gains are wrongly 
specified as power (Watts), which is a common 
misbelieve in signal processing. The input as well as 
the output symbols are given in Volts. A call to the 
units-check routine results in: 
 
Unit mismatch error in the following 
block(s):  
“matrix_test/Alamouti Decoder/ 
Output Symbols” 
Expected: kg1m2s-3A1*1E0  
Found: A1*1E0 
 which reveals the error. Changing the unit of the 
channel gains to U_one (gains don’t have any units!), 
corrects the error: 
 
UNITS CHECK SUCCESSFUL! 
 
Figure 3. Example 'avg_speed.mdl' 
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Figure 4. Simplified Alamouti receiver 
 
7. Related work 
 
Since the problem area is well known and 
widespread throughout application domains, there are 
various tools and libraries for units support in other, 
especially procedural and object oriented languages. 
Some theoretical work was already done in 1978 [8] 
and before. However, most published and available 
solutions address conventional programming langua-
ges like Ada [6], C [5], C++ [15], Fortran-90 [10], Lisp 
[4], Java, or Visual Basic. For some tools like Excel [2] 
or Matlab similar tools have also been published. 
Besides for C++, where templates are used exhaus-
tively for the purpose of assuring correct usage of phy-
sical units, see e.g. the SIunits library [3], and Java, the 
other approaches support only runtime-evaluation of (a 
subset) of calculation correctness or are even limited to 
mere conversion helpers.  
 
Concerning data-flow languages, the approach des-
cribed in this paper has also been prototypically imple-
mented in SCADE with in the DECOS project [14]. 
 
 
 
8. Conclusion 
 
An approach for checking data flow computational 
models for correct usage of physical dimensions has 
been presented, which exhibits several benefits.  
Early applicable. It can be applied at models, 
before any target code is generated, and there-
fore helps to detect design flaws early in the 
development process. 
Little user overhead. All what users must do before 
they can apply the units checking, is to define 
units for system inputs and outputs, and 
constants, as well as units signature functions 
for black box blocks. 
Non-invasive. At least conceptually, all required 
information can be added to models in a way 
which does not affect other usages of the 
model, in particular simulation and code 
generation. 
Retro-applicable. It can be applied to existing mo-
dels.  
Implementation-independent. Applicable to any 
data flow language – at least conceptually. 
Of course, it should be noted that several limitations 
have to be considered. E.g., scaling factors and expo-
nents may be ambiguous (100*10
3 vs. 1*10
5), and 
problems may arise with computational accuracy when 
scaling factors are used intensively. Rational unit 
exponents in intermediate results usually can be avoi-
ded but may be needed in special cases. 
Sum
Sum1
1
speed
20
cyclenumber
10
cycleduration_s
0.70
circumference_m
z
1
Unit Delay
Product2 Product1
Product
 -20
Z   
Integer Delay
1
ticks
U_m
U_one
U_m
U_one
U_s
U_m_per_sFuture work will hence address these topics, as well 
as trying to further improve the usability, e.g. by auto-
matically resolving unit propagation loops in the 
general algorithm. 
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