Abstract
Introduction
Testing is one of the most important techniques to validate the quality of software systems, and if it is used in an effective way, it can provide important evidences of reliability of a product. Software testing is an expensive activity. However it consumes a large part of effort and cost. Practically during regression testing, the size of the test suite has a large impact on the total costs in order to facilitate the testing of evolving software. So the question of test suite reduction is to find a minimal subset of the test suite that is still fulfills the given test requirements.
There are a lot of different techniques to approximate a minimal subset of the test suite. Those techniques try to minimize the size of the regression test suite by identifying redundant test suite based on some coverage criteria or by making use of traceability matrix. Even though these approaches can certainly reduce the number of test cases in a test suite, they have two major drawbacks: on the one hand, they are incapable of handing large size test suites because of computational complexity of test case comparisons; on the other hand, the overall ability to detect fault is reduced while minimizing a test suite, which are still satisfying the test requirements. Previous studies have shown that sometimes the number of test suite reduction is small, but sometimes this reduction is significant. So there has to be a novel approach which should be capable of doing it in a moderate manner.
In this paper, we propose a new approach to test suite reduction. The key step of our approach is that obtaining a partition to the set of all the available test cases based on the test requirements, we then generate a smaller test suite by further reduction according to the relationship between test requirements and test suites. We implemented our approach and conducted experiments with several programs to evaluate and compare the effectiveness of 86 our approach with prior experimental studies on the test suite reduction. The main contributions of this paper are as follows: Firstly, a novel yet simple approach to test suite reduction that focuses on retaining test cases that may expose different faults in software testing. Secondly, the experimental results clearly show the potential of our new reduction approach is helpful to generate the reduction test suite to test all the test requirements sufficiently by comparing with the existed methods.
The remaining paper is organized as follows: Section 2 first introduces the problem of test suite reduction, and then discusses related work. Section 3 presents a new approach of test suite reduction, and relevant algorithm for test suite reduction is described. In Section 4, we present an experimental study to evaluate the effectiveness of the test suite reduction algorithm. Finally, the conclusions are mentioned in Section 7.
Related Work
When software is re-tested after some modifications, the costs of running a complete test suite against the software repeatedly can be quite high. Generally speaking, not all test cases of a test suite are necessary to achieve the given test requirements. Therefore, the aim of test suite reduction is to remove test cases from a test suite in such a way that reduced test suite should satisfy the three conditions, including provide the same coverage of the software as the original test suite, fulfill the same requirements as the original test suite, as well as be capable to reveal the same set of faults as the original test suite.
Research Question
The first formal definition of the test suite reduction problem is introduced in 1993 by Harrold et 
TT  which satisfies all requirements of T, is NP-complete. Thus, several heuristics approaches to solve this problem have been presented. Intuitively, test suite reduction will generate a new test suite, which only the releva nt subset remains and the others are discarded [1] [2] [3] . On the other hand, the issues of fault detection efficiency, which strongly related to test suite reduction problem caused more attention for the researchers [4, 5] .
Literature Review
A Classical greedy heuristic (G) [6] solves the problem by recursive action as follows: Pick the test cases from a test suite and find out whether its satisfy the most requirements; remove all the requirements covered by the selected test cases, and repeat the process until all the 87 requirements are satisfied. The ties are broken arbitrarily. Several algorithm based on G algorithm have been proposed for test case selection and prioritization from a large test suite. Chen and Lau in [8, 9] described two techniques for dividing a test suite into k smaller subsuites such that if optimally reduced suite. However, these two dividing approaches can not be applied to every suite. Another heuristic (HGS) to optimize test suites developed by Harrold and Gupta [7] : Select a representative set of test cases from a test suite until satisfied a requirement by a test case. This approach will take additional computation for selection the next test case.
Harder and Mellon in [10] proposed a minimization approach that uses an operational abstraction, which is a formal specification for software derived from actual behavior. This idea is to keep the tests that change the operational abstraction and remove those tests that do not change the operational abstraction. The approach described two strategies in [11] for test suite reduction that are tailored to be used specifically with the modified condition/decision coverage (MC/DC) criterion. Black et al in [12] presented a "bi-criteria" approach for test suite reduction that considers not only the coverage information for the test, but also whether or not each test exposes a particular fault. This approach aims to compute optimally reduced suites containing the most fault-revealing tests.
In [13] the authors propose testing requirement reduction method to generate the reduced testing requirement set, which is the basis of test suite generation, reduction and optimization. A reduced test suite generation approach based on predicate abstraction was proposed in [14] , which divided the status space of the software model according to the given predicates to get the equivalence classes. The reduced abstract status was settled using the mapping between the status sets, and generated the reduced test suite based on the transition of the status. Jeffrey and Gupta in [15] presented a approach for test suite reduction that attempts to use additional coverage information of test cases to selectively keep some additional test cases in the reduced suites that are redundant with respect to the testing criteria used for suite reduction, with the goal of improving the fault detection capability of the reduced suites.
However, the above approaches we can not exactly said which one gives better test suites reduction by they lack of fault detection capability. In this paper we present a novel approach to test suite reduction which does not have a negative influence on the ability of fault detection. Some of the basic definitions and notation are introduced in the following.
Test Suite Reduction based on Test Requirement Partition
Where there is great love, there are always miracles. Love is like a butterfly. It goes where it pleases and it pleases where it goes. If I had a single flower for every time I think about you, I could walk forever in my garden. Within you I lose myself, without you I find myself wanting to be lost again. At the touch of love everyone becomes a poet.
Concept and Notation
For any set A, we use |A| to represent the cardinality of A. We use R and T to denote the set of all requirements and its test suite, respectively. Test cases in T satisfying requirements in R can be described as a binary relation S(T,R) from T to R, known as the satisfiability relation [16] . Definition 1. Let R be the set of all requirements and T be a test suite. For any test case tT  and any requirement rR  , the satisfiability relation S(T,R) from T to R is defined as
S(T,R) ={(t, r)T R | t satisfies r}.
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For each tT  and 1 TT  , the set of all requirements satisfied by t and T 1 are described as
Req(t)={ rR  |(t,r) S(T,R)} and the set of all test cases in T satisfying r is described as
Test(r)={
tT  | (t,r) S(T,R)}. There are some properties of Req under the followings: Lemma 1. Let S be the safisfiability relation between T and R, and T 1 , T 2 T  :
if and only if 12
TT  and 21 TT  , namely two set have the same elements, they are defined as the equality of sets; if and only if 12 
1
TT T
 , namely everything in T 1 is also in T 2 , they are defined as T 1 is a subset of T 2 ; if and only if 12 TT , namely, they are defined as the union of sets; if and only if 12 TT , they are defined as the intersection sets. We will here use REP(S) to represent the sets of all representative set and OPT(S) to represent the sets of all optimal presentative sets of S respectively. Obviously,
OPT(S)
 REP(S) and both are non-empty.
Definition 4.
Let S be the satisfiability relation between T and R, and tT  , t is said to be redundant with respect to S if R=Req(T\{t}).
If t is redundant, T\{t} still satisfies R. A natural approach is to divide S(T,R) into S({t},
and S(T\{t},R). However, such a reduction strategy does not guarantee the reconstruction of optimal representative sets of S(T,R) as illustrated in Example 1.
Example 1.
The satisfiability relation S between {t 1 , t 2 , …, t 6 } and {r 1 , r 2 ,…, r 7 } is given in Table 1 . The symbol "1" denotes a test case satisfies a requirement, while "0" denotes not. 
Concept and Notation
Our approach to test suite reduction uses the set theory from that we find the intersection between the one requirement to another requirement of branch coverage criteria for the set of test cases. If only take the original test suites as the reduction objects, not take the relationship between test requirements into account, it may clearly generate an optimal set for reduced test suites. Suppose 2,…,n) , therefore the reduced objects are concentrated on the overlapped portion of T i . Here are some reduction principles as following: The common method is selecting the relevant test cases to form a test suite, and then using the existing approach for further reduction. The disadvantage of those methods is not considering the relationship between test requirements comprehensively when selecting the relevant test cases. Consequently, the test suite can not be optimal achieved fundamentally. Taking it into account, the relationship between test requirements should be clearly sort out, before selecting test cases, in each test purpose. In fact, that is a partition for all of the possible test suites T. In this paper, we present a partition algorithm for all of the possible test suites T, as shown in Algorithm 1.
In algorithm 1, we use a list to save the result in order to obtain a partition of all possible test suites T. Each subset exists in a node, and only ensures that each test case stored in a node is disjoint can obtain the total partition of T. The running time of Algorithm 1 using the asymptotic notation is O(n*|CT|), where |CT| is the cardinality of the original test suite, and n is the number of test requirement.
In the output of algorithm 1, we can see which test requirement can be satisfied by the same test cases, and each test case can satisfy which test requirements at most. After that, a minimal test suite can be obtained by using the combination method of Greedy algorithm and linear search, according to the results of algorithm 1. Based on the previously given model in Section 3.2, we propose a test suite reduction algorithm, as shown in Algorithm 2. In algorithm 2, we obtain an optimized test suite by using linear search method to reduce the test suites scale (line 6). Then remove the reduced test suites from the original test suites, according to the reduction principle of inclusiveness and equivalence relations (line 7). After that, we continue reducing test suite with intersecting relation, which is to delete the test cases belonging to the two test suite, but not all. Only delete the intersection part of the test cases and save those who can satisfy the intersection of two test requirements (line 13). At the end output the test suites after reduction (line 18).
Algorithm 2 is based on two loops in order to process all steps of all partition suites of test cases T i . Thus the running time of Algorithm 2 is O(n 2 ), where n represents the number of test requirement which a test case can satisfy it at most.
Experimental Study
In order to evaluate the effectiveness of the proposed algorithms for test suite reduction, a number of experimental studies are conducted in this section. To compare the empirical results with prior studies, we implemented prototypes of the reduction algorithms. Both are written in turbo C programs. We performed the studies on a 2.5GHz, PentiumG645T, 2GB RAM computer and running Windows XP Professional. Our Reduction algorithm implemented in C++ and the process of test suite reduction was implemented as a set of scripts in the interpreted Ruby 2.0 language.
Our subject for the study is the ping programs, a tool for network supervision, which consists of 1479 lines of C code. We also used 6 faulty versions of the program, each containing several faults: (1) changing the operator in an expression; (2) changing the value of a variable; (3) adding some code; (4) removing some code; (5) changing the logical behavior of the code. However, the base version contains no faults, which is assumed for the aim of studies. We also have a test pool of 500 test cases, this subject and these test suites have been used in similar studies [14] .
As for the question of test suite reduction is NP-complete, most of the studies to acquire the approximate values by heuristic. Therefore, to evaluate our test suite reduction algorithm, we applied our test suite reduction prototypes to each of the 500 test suites, by comparing the results with G、HGS and GRE, respectively. The results of this experiment are shown in Table 2 .
92
Table 2. The results of the experiments comparing
As the results shown, G, HGS and GRE have the same performance roughly in the generation of test cases reduction, also in line with the comparison of the results in [17] . In Table 1 , the values of RTC indicates that our approach may generate less test suites than existing techniques under the same test requirements, and % also represents that our approach performed better. , respectively. Figure 2 shows that more test cases increase more effectiveness in time consuming.
Figure 2. Time to run the reduction algorithm
Because some studies have indicated that there is fault detection ability loss in a reduced test suites, here we also considered the fault detection ability lost caused by each test suite when the test suite was reduced using our approach. In order to analysis the fault detection ability, we compared the ability of the reduced test suite T with the different faulty versions of program Ping. As Figure 3 shows, comparing with the original suites, the average percentage reduction in fault detection for all of the reduced test suites is approximate 10.6%. 
Conclusion
In this paper, we introduce an approach to reduce the size of a test suite based on test requirement dividing, with the goal of decreasing the loss of fault detection effectiveness. This approach is general and can be integrated into some existing test suite reduction algorithm. In order to understand the performance of the new approach comprehensively, G,HGS and GRE, an experimental study is being conducted with Ping program. The results 94 indicate that the reduction is significant. And in contrast to previous approaches, our approach always performed better and less fault detection ability loss at the same time.
Although our initial studies are encouraging, a number of different programs, preferably of different sizes, even from different domains, must be conducted by using our test suite reduction algorithm. In future work, we plan to evaluate the feasibility of our approach for some practical application. 
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