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Resumen 
El proyecto consiste en desarrollar e implementar en un microcontrolador un algoritmo de 
encriptación para posteriormente realizarle un ataque de canal lateral mediante la 
medición de sus corrientes de consumo. Empleando modelos de consumo basados en 
pesos de Hamming y la técnica de correlaciones (correlation power analysis) se 
persigue el encontrar la clave de encriptación utilizada en el cifrado. 
En los consecuentes apartados de este trabajo se pretende dar ciertas nociones sobre el 
estado del arte de la criptografía moderna y los diferentes tipos de ataques para 
descifrar los mensajes cifrados. Posteriormente se ahonda con más detalle en el 
algoritmo de encriptación DES (Data Encryption Standard), su implementación en código 
C y posterior ejecución en un microcontrolador. Así mismo, se explica el tipo de ataque de 
canal lateral con el que se arremete al algoritmo. A continuación se describe el set up 
experimental del microcontrolador PIC18F4520 que permite capturar la información de 
las corrientes de consumo durante el ataque. Se explica también la implementación física 
del algoritmo de encriptación en el microcontrolador, el proceso de encriptación y la 
lectura de datos del proceso de encriptado. Se procede entonces al análisis estadístico 
de los resultados y se muestra el presupuesto del proyecto, el estudio ambiental y, 
finalmente, las conclusiones. 
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1. Introducción 
1.1. Motivación 
Este trabajo se ha realizado motivado por la importancia que tiene hoy en día la 
información privada, tanto para empresas como para usuarios particulares. La sociedad 
está cada vez más digitalizada y, consecuentemente, es vulnerable a ataques que tienen 
como objetivo hacerse con información secreta. Es interesante, por lo tanto, estudiar 
este tipo de situaciones y su entorno (algoritmo, hipótesis de ataque…) puesto que todo 
el mundo se puede ver afectado por ella y porque, empresarialmente hablando, se trata 
de un tema especialmente crítico y que está cada vez más demandado. 
1.2. Requerimientos previos 
Son necesarios unos conocimientos mínimos de electrónica y/o electricidad, lenguajes de 
programación (C y Matlab) para poder entender en su totalidad los temas que se van a 
tratar a continuación. Aun así, el lector que no tenga los conceptos podrá entender el 
grueso del proyecto. 
1.3. Objetivos del proyecto 
Los objetivos del proyecto son el desarrollo en software del algoritmo de encriptación 
DES y su ejecución en un microcontrolador, el montaje de una plataforma de de 
experimentación para ataques de canal lateral y la implementación de un ataque de canal 
lateral (DPA mediante CPA) al algoritmo de encriptación DES con el objetivo de obtener 
su clave de encriptación.  
1.4. Alcance del proyecto 
El proyecto abarca la programación del algoritmo de encriptación DES en software y su 
implementación en el microcontrolador PIC18F4520, el montaje y desarrollo de la 
plataforma experimental y la realización del ataque de canal lateral, así como el estudio 
estadístico de los resultados con el objetivo de extraer la clave secreta. 
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2. Estado del arte 
¿Qué es la criptografía? Según la Real Academia Española la criptografía, que proviene 
del griego κρυπτός kryptós “oculto” y -grafía, significa: Arte de escribir con clave secreta 
de un modo enigmático.  
A lo largo de la historia de la humanidad siempre ha existido la necesidad de enviar 
mensajes secretos que sólo podían ser conocidos por el emisor del mismo y el receptor 
designado. Por ejemplo, en las guerras, las estrategias a usarse en el campo de batalla 
debían cifrarse para que el enemigo fuera incapaz de entenderlas llegara a 
interceptarlas. En los tiempos modernos, la necesidad de cifrar la información ha 
aumentado exponencialmente dado a la digitalización de muchos procesos. Desde enviar 
un simple mensaje de texto, hacer transferencias bancarias, realizar compras por internet 
o cualquier otra operación. Al estar la información en la red, es más vulnerable a querer 
ser robada y/o modificada para fines ajenos a su propósito inicial. Consecuentemente, la 
importancia de la criptografía ha aumentado y, junto con las tecnologías, las técnicas 
criptográficas han ido evolucionando. 
La criptografía clásica utilizaba técnicas como cambiar las grafías del mensaje a cifrar 
por otras distintas u ocultar el mensaje mediante métodos físicos (tinta invisible, recubrir 
de cera tablillas de madera con el mensaje grabado…). La idea base era el ocultar el 
mensaje de manera que sólo los implicados en la comunicación del mismo supieran de su 
existencia, lo que a su vez implicaba que el criptosistema fuera secreto y no se hiciera 
público. La criptografía moderna, en cambio, se basa en la hipótesis de caja negra o 
“black box”. Esta hipótesis entiende que el criptosistema puede ser conocido por 
cualquier persona, pero implica el uso de claves secretas desconocidas por el atacante. 
Y sin estas claves, el mensaje es indescifrable. 
2.1. Criptografía moderna 
La criptografía moderna aparece en los años 50, tras la segunda guerra mundial. Su 
mecánica se basa en operar sobre bits utilizando algoritmos matemáticos conocidos 
públicamente. Estos algoritmos son lo suficientemente complejos como para que, en 
ausencia de las claves secretas, no se pueda descifrar el mensaje o texto plano aun 
sabiendo su estructura, pues las claves se combinan con el mensaje durante el proceso 
de cifrado. 
La criptografía moderna es divisible en 2 grandes grupos: La criptografía de clave 
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simétrica o privada y la criptografía de clave asimétrica o pública. 
2.1.1. Criptografía simétrica 
La criptografía de clave simétrica o privada consiste en cifrar y descifrar mensajes 
haciendo uso de una misma clave solamente conocida por el emisor y el receptor de los 
mismos. (Se llama simétrica por el hecho de utilizar la misma clave para el proceso de 
cifrado y descifrado). Dentro de los algoritmos matemáticos considerados en este grupo 
se encuentra DES, TDES, AES, IDEA, Blowfish... A continuación se explican las ideas 
estructurales de estos tipos de algoritmos y se analizan un poco. El algoritmo DES, se 
detalla más adelante en el apartado 3, pues el presente trabajo se basa en él.  
La criptografía simétrica tiene 3 tipos de enfoques: de bloques (block cypher), de flujo 
(stream cipher) o de resumen (hash functions). Se va a enfatizar en la primera de ellas 
puesto que es la que nos es de mayor interés. 
2.1.1.1. Criptografía de bloques 
La criptografía de bloques se basa en operar sobre grupos (bloques) de bits de un texto 
plano para devolver un mensaje cifrado de, normalmente, el mismo tamaño. El tamaño de 
bloque con el que se escoge trabajar no pone en riesgo la encriptación del mismo, es la 
longitud de la clave a utilizar la que impone la fortaleza. 
No obstante, es interesante estudiar el tamaño de los bloques del mensaje, pues tampoco 
pueden ser aleatorios. El número de bits que se procesa en cada bloque ha de ser fijo y 
es recomendado que sea múltiplo de 8 bits (byte), pues es bastante cómodo para ser 
tratado por un procesador (muchos de ellos trabajan a nivel de bytes). Si el tamaño de 
bloque fuera muy pequeño y alguien descubriera los textos planos cifrados, podría 
intentar hacer un ataque de diccionario probando distintas contraseñas con todos los 
textos planos cifrados, creando así, un diccionario contraseña-mensajes "descifrados”. 
Si el tamaño del bloque fuera mayor, la cantidad de conjuntos clave-mensajes 
“descifrados” aumenta, por lo el ataque no sería eficaz. Aun así, el tamaño de bloque 
tampoco puede ser excesivamente grande pues la eficiencia de las operaciones de 
encriptado disminuiría. Consecuentemente hay varios tamaños de bloques con los que se 
puede trabajar, los más comunes siendo de 64 bits como DES y Blowfish, y de 128 bits, 
como AES. 
Varios cifrados de bloque basan sus algoritmos en el modelo de cifrado Feistel, un 
modelo que entiende que sólo ha de existir un algoritmo de cifrado. Para desencriptar, el 
algoritmo a utilizar ha de ser el mismo pero reproducido en orden inverso.  
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El cifrado Feistel basa su funcionamiento en la difusión de los bits del texto plano en el 
mensaje encriptado mediante permutaciones y en la confusión al combinar la clave con el 
mensaje y/o sus permutaciones. Para ello, divide el bloque del texto plano en dos mitades: 
L (del inglés left, izquierda) y R (right, derecha) y los hace iterar por un conjunto de pasos 
que los permutan y combinan con la clave, la cual también puede ser permutada. El bloque 
derecho es siempre permutado y combinado con la clave o sub-clave (nombre que recibe 
la clave tras haber sufrido al menos una permutación) y combinado de nuevo con el lado 
izquierdo mediante una operación XOR. Una vez hecho este proceso, el lado izquierdo 
pasa a ser el derecho, el derecho el izquierdo y se vuelve a repetir el proceso. El proceso 
se repite tantas veces como sea necesario para asegurar una encriptación segura a 
menor tiempo de encriptado. El número de iteraciones depende entonces de cada 
algoritmo de encriptación. Para la decodificación del mensaje el algoritmo tiene que ser 
reproducido a la inversa o reproducir un proceso muy similar. El algoritmo DES, se basa 
en el de Feistel. 
 
Figura 1. Cifrado DES y sus rondas. Esquema Feistel. Fuente: steemit.com/popularscience/@krishtopa/data-
encryption-standard-des-as-a-guardian-of-our-privacy 
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2.1.1.2. Criptografía de flujo 
La criptografía de flujo se basa en realizar todas las operaciones de cifrado bit a bit. 
Suelen utilizarse para implementaciones que necesiten ser rápidas y que no necesiten 
mucha capacidad de cómputo Se suelen usar en dispositivos que no tienen suficiente 
poder computacional para soportar cifrados de bloques. Tienen en si el mismo 
funcionamiento, pero el tamaño de bloque que se computa en este caso, es de 1 bit. 
2.1.1.3. Criptografía de resumen 
La criptografía de resumen se basa en cifrar el texto plano, independientemente de su 
tamaño, en un string de medida fija (hash values). Para cifrar el mensaje, se utiliza una 
función hash que opera el mensaje hasta tener otro mensaje comprimido de valor 
numérico. Se habla de comprimir o digerir el mensaje ya que por norma general el 
mensaje encriptado (hash values) es de menor tamaño que el original. El hash value, 
además, es de tamaño fijo, mientras que el mensaje inicial puede tener cualquier longitud. 
Las funciones hash se diseñan para ser lo más irreversibles posibles y para que dos 
textos planos distintos no puedan crear colisión, es decir, que no puedan crear un mismo 
hash value. Este tipo de criptografía se suele utilizar para verificar la veracidad de datos 
en un documento. Las claves de encriptación, en este caso, se encuentran almacenadas 
en formato hash en el documento y cada una está asociada a un usuario concreto. Si el 
usuario que quiere acceder al documento no tiene la contraseña adecuada, no podrá 
conseguir el texto plano. Y, si llegara a poder encontrar la contraseña guardada en el 
documento, esta estará en formato hash, por lo que no podría saberse de qué 
contraseña original proviene. 
2.1.2. Criptografía asimétrica 
La criptografía asimétrica surge en 1976, de mano de los criptógrafos Whitfield Diffie y 
Martin Hellman, y consiste en cifrar y descifrar mensajes utilizando dos claves distintas: 
la clave pública, de cifrado, y la clave privada, de descifrado. Su origen es debido a la 
problemática que presenta la criptografía simétrica al tener que compartir la clave entre 
emisor y receptor. El compartir una misma clave no es problema para el algoritmo de 
encriptación, el tener que transmitirse la clave, en cambio, puede producir brechas de 
seguridad para el filtrado de la misma. El hecho de poder utilizar dos claves distintas 
reside en que ambas han de estar matemáticamente relacionadas y que el deducir una a 
partir de la otra sea inviable. Las claves se generan según el algoritmo de cifrado que se 
utilice y suelen tener una medida de 512 o 1024 bits para evitar ataques de fuerza bruta 
(nótese la diferencia de tamaño con las claves de encriptación simétrica de bloques). 
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Existen muchos algoritmos de encriptación, por ejemplo, el RSA, que es el más utilizado 
entre los algoritmos de clave asimétrica. Sin embargo, no son de interés para el grueso 
del proyecto, por lo que no van a ser desarrollados. 
2.2. Tipos de ataques 
Hasta ahora se ha hablado de criptografía pero no se ha mentado el criptoanálisis, 
ciencia hermana de la criptografía. El criptoanálisis, según la RAE, que proviene 
de griego κρυπτός, “oculto”, y análisis, significa: Arte de descifrar criptogramas. En otras 
palabras, si el interés de la criptografía es codificar mensajes, el interés del criptoanálisis 
es descifrarlos. Ambas ciencias se han desarrollado a la par durante la historia pues la 
evolución de una ha servido para la evolución de la otra. 
Existen distintos tipos de ataques y técnicas de criptoanálisis. Se escoge el uso de una u 
otra dependiendo de la cantidad de información que se tenga sobre el mensaje cifrado, 
sus algoritmos de encriptación y el acceso que se pueda tener al proceso de 
encriptación. Existen, entre otros, el ataque únicamente al texto cifrado, el ataque a un 
texto plano conocido, el ataque a un texto plano escogido, el ataque de criptoanálisis 
diferencial, el ataque de criptoanálisis integral, el ataque de diccionario, el ataque de 
intermediario y el ataque de canal lateral. 
 El ataque únicamente al texto encriptado (COA) entiende que el atacante sólo 
tiene acceso a uno o más textos cifrados pero desconoce el proceso de 
encriptación, la o las claves de encriptación y datos del mensaje original. Para 
descifrarlos se han de tratar distintas hipótesis como suponer que el mensaje 
original está escrito en el alfabeto latino y, por lo tanto, formado por caracteres 
ASCII o hipótesis basadas en toda información que se haya podido arañar. 
 En el ataque a un texto plano conocido (KPA) el atacante tiene en su poder el 
texto cifrado y el texto plano o trozos de él. La intención del atacante es, 
entonces, descubrir la clave de encriptación correlacionando un mensaje con otro. 
Si la llega a conseguir, puede descifrar todos los mensajes que hayan sido 
codificados con ella. Suelen ser bastante efectivos cuando el cifrado es sencillo, 
pero no  es muy útil con los cifrados modernos. Fue utilizado durante la segunda 
guerra mundial por los británicos para descubrir los mensajes cifrados de los 
alemanes mediante la máquina Enigma. 
 El ataque a un texto plano escogido (Chosen-Plaintext Attack) se basa en que el 
atacante tiene acceso a la maquinaria de encriptación o conoce el algoritmo de 
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encriptación. Gracias a eso, se puede escoger uno varios textos planos y 
cifrarlos para conseguir toda la información posible para deducir la clave de 
encriptación. 
 En el ataque de criptoanálisis diferencial (differential cryptanalysis attack) el 
atacante tiene tanto el texto plano como el texto cifrado y quiere conseguir la 
clave de encriptación. Se basa en buscar diferencias en las transformaciones 
durante el cifrado para encontrar cuándo el proceso de cifrado está haciendo un 
proceso no aleatorio y así encontrar patrones estadísticos que lleven a encontrar 
la clave. 
 En el ataque de criptoanálisis integral (integral cryptanalisis attack) el atacante 
tiene varios textos planos y cifrados cuyo contenido es variado pero que tienen un 
trozo constante e igual los unos a los otros. El objetivo es encontrar la clave de 
encriptación buscando patrones estadísticos durante el proceso de encriptación. 
 El ataque de diccionario consiste en utilizar como clave todas las palabras de un 
diccionario y secuencias numéricas sencillas con el mensaje cifrado para probar 
de descifrarlo. Basa su funcionamiento en la tendencia de muchas personas a 
utilizar palabras o números fáciles de recordar para las contraseñas. 
 El ataque de intermediario (MITM) consiste en que el atacante entre en el canal 
de intercambio de las claves entre emisor y receptor sin que ellos se den cuenta. 
De tal manera que pueda conseguir la o las claves y así, si tiene acceso a 
cualquier texto cifrado, le es sencillo descifrarlo. 
 El ataque de canal lateral (SCA) utiliza datos físicos como la radiación 
electromagnética, las corrientes de consumo o la potencia que desprenden los 
sistemas electrónicos al aplicar los algoritmos de cifrado y descifrado. Con estos 
datos es capaz de deducir la clave de encriptación. Con este tipo de ataque se ha 
decidido atacar al algoritmo de encriptación DES de este TFG, por lo tanto, se 
desarrolla en mayor profundidad en el apartado 4. 
 
 
 
 
Ataque de canal lateral sobre el algoritmo de encriptación DES                                                               Pág. 19 
 
 
Pág. 20  Memoria 
 
3. Algoritmo DES y su 
implementación en el microcontrolador 
A continuación se explica cómo funciona el algoritmo DES y se explica su implementación 
en C para un mejor entendimiento del código.  
3.1. Historia 
El algoritmo DES aparece por primera vez en los años 70. En 1973, lo que era el 
National Bureau of Standards (NBS), ahora llamado National Institute of Standards and 
Technology (NIST) solicitó a concurso propuestas de sistemas criptográficos, dada la 
incremente necesidad de ellos. De mano de IBM, se propuso el algoritmo LUCIFER. 
LUCIFER se estudió por el NBS y junto a la National Security Agency (NSA) y, tras 
algunas modificaciones, surgió DES como nuevo estándar de seguridad. 
Siempre hubo cierta controversia respecto a la seguridad de DES ya que la clave privada 
que utiliza es de 56 bits, considerada débil y fácil de descifrar. Como confirmación a 
estas teorías, en julio de 1998 se consiguieron descifrar claves DES con la computadora 
Deep Crack en un ataque de fuerza bruta en tan solo 56 horas. No obstante, al estar 
DES tan expandido y ser costoso un cambio de algoritmo de encriptación, se optó por 
encriptar 3 veces usando 2 o 3 claves distintas usando DES, lo que dio lugar al Triple-
DES. 
3.2. Texto plano y clave criptográfica 
El algoritmo DES cuenta con un texto plano y una única clave de encriptación. El texto 
plano, independientemente de su longitud, se encripta en grupos de 64 bits (8 bytes) y la 
clave es siempre de 56 bits (repartidos en grupos de 7 bits en 8 bytes). La clave con la 
que se trabaja es, en realidad, de 64 bits, pero el último bit de cada byte sólo es utilizado 
para comprobar la paridad. Si el mensaje no llegara a tener 8 bytes, se tendría que 
rellenar el mismo con bytes extra, pero en el ejemplo que se va a desarrollar, para mejor 
entendimiento del código, se cifra un mensaje y una contraseña de 8 bytes concretos, así 
que no hay que preocuparse por bytes vacíos en el mensaje.  
El algoritmo DES funciona por cifrado de bloque, por lo que la dimensión del texto plano 
(64 bits) cuando sea cifrado será devuelto como un texto cifrado de la misma dimensión. 
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Consecuentemente, el cifrado DES permite 264 combinaciones de cifrado (en binario) 
para el texto plano. 
3.3. Cifrado DES 
El cifrado DES, basado en el cifrado Feistel, se genera siguiendo este conjunto de pasos: 
1. Permutación inicial del mensaje mediante la matriz IP y de la clave con la matriz 
PC1. 
2. 16 rondas de permutación y combinación del mensaje y la clave. 
3. Permutación final del mensaje mediante la matriz IP-1. 
Las 16 rondas, aunque combinan la clave con el mensaje, tienen muy diferenciados los 
procesos de permutación propios de clave y mensaje, por lo que su explicación se va a 
diferenciar entre los dos. 
3.3.1. Definiciones previas 
Cada byte de la clave y mensaje serán representados por un “unsigned character” para 
facilitar la escritura del código y se designa como “uchar”.  
Tanto el mensaje como la clave necesitan dividirse por la mitad para algunos procesos de 
permutación, por lo que se crean dos estructuras de array: Block8, que es de longitud 8 y 
permite guardar 8 uchars en su interior; y Block4, de longitud 4 y que permite guardar 4 
uchars en su interior. Para mantener una estructura sólida del mensaje y la clave que 
englobe los dos tipos de arrays, se crea una struct que contiene un Block8 llamado k, un 
Block4 llamado c y un Block4 llamado d. 
Estas primeras definiciones aparecen al principio del apartado del programa 
algorimoDES.h que se puede encontrar en los anexos. 
Para entender mejor el proceso, se va a utilizar de ejemplo un mensaje y una clave 
concretos: el mensaje M es en hexadecimal “ab, bc, cd, de, ef, 01, 12, 23”, que en binario 
es: 1010 1011, 1011 1100, 1100 1101, 1101 1110, 1110 1111, 0000 0001, 0001 0010, 
0010 0011. Y para la clave K se escoge el valor hexadecimal “11, 22, 33, 44, 55, 66, 77, 
88”, cuyo binario es: 0001 0001, 0010 0010, 0011 0011, 0100 0100, 0101 0101, 0110 
0110, 0111 0111, 1000 1000. 
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3.3.2. Permutación inicial 
3.3.2.1. Permutación  del mensaje 
El mensaje M permuta sus bits siguiendo la matriz IP que se ve a continuación: 
 
58    50   42    34    26   18    10    2 
60    52   44    36    28   20    12    4 
62    54   46    38    30   22    14    6 
64    56   48    40    32   24    16    8 
57    49   41    33    25   17     9    1 
59    51   43    35    27   19    11    3 
61    53   45    37    29   21    13    5 
63    55   47    39    31   23    15    7 
La matriz está gestionada de la siguiente manera: Las filas indican el byte del mensaje 
permutado al que se quiere acceder (entre 1 y 8) y las columnas indican el bit (también 
entre 1 y 8). Los números internos indican el bit del mensaje inicial que se va a colocar en 
el byte y bit correspondientes a los marcados por la fila y columna. Pongamos de ejemplo 
el primer valor de la matriz, donde se puede ver el número 58. Este número corresponde 
al bit 2 del octavo byte del texto plano. En este caso, el bit es un 0 (0010 0011). Dado que 
está colocado en la primera fila, el byte del mensaje permutado que se va a rellenar es el 
primero de todos. Su bit va a ser el primero, correspondiendo así a la posición de 
columna. El mensaje permutado, por el momento, queda rellenado así: 0xxx xxxx, xxxx 
xxxx, xxxx xxxx … 
Una vez permutado todo el mensaje por la matriz, se divide en dos partes: L0 (L de left, 
izquierda, y 0 como indicativo de que aún no forma parte de las 16 rotaciones) y R0 (R de 
right, derecha) en preparación para las 16 rondas. En L0 se colocarán los 4 primeros 
bytes del mensaje y en R0 los 4 restantes. Consecuentemente cada partición contiene un 
total de 32 bits. Aquí se puede ver ya el esquema de Feistel. 
Tras esta primera permutación, el mensaje M queda así transformado: 00011100 
01001010 00011110 10110101 00011111 10010011 00011111 11011001. Siendo L0: 
00011100 01001010 00011110 10110101 y R0: 00011111 10010011 00011111 
11011001. 
3.3.2.2. Código C 
El código en C de esta primera permutación es el siguiente: 
 
void MessagePermutation1(KeyBlocks *B){ 
        int i7=0; 
        int i=0;       
        Block8 Knew={0x00,0x00,0x00,0x00,0x00,0x00,0x00,0x00};        
        for(i7=0;i7<8;i7++){ 
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            for(i=0;i<8;i++){ 
                Knew[i7] = Knew[i7] | (((B->k[(IP[i+8*i7]-1)/8] >> (7-
((IP[i+8*i7]-1)%8)))&0x01 )<<( 7-i )); 
            } 
        } 
        for(i7=0;i7<4;i7++){ 
            B->c[i7] = Knew[i7]; 
            B->d[i7] = Knew[i7+4]; 
        } 
    } 
A continuación, y para mejor entendimiento, se estudia por partes: 
 
void MessagePermutation1(KeyBlocks *B){ 
        int i7=0; 
        int i=0;       
        Block8 Knew={0x00,0x00,0x00,0x00,0x00,0x00,0x00,0x00};        
Se crea un array de tipo Block8 (llamado Knew) iniciado en 0 para poder colocar los bits 
que se extraigan del mensaje inicial. Una vez lleno, será el mensaje permutado. 
 
for(i7=0;i7<8;i7++){ 
El primer bucle con la variable i7 sirve para iterar por las filas de la matriz IP (aclarar que 
en C los arrays se empiezan a contar desde 0, por lo que la matriz IP tiene de 0 a 7 filas y 
no de 1 a 8, que es como se han explicado las columnas y filas hasta ahora). 
for(i=0;i<8;i++){ 
Dentro del bucle inicial, existe otro bucle con la variable i, que sirve para iterar las 
columnas de la matriz. Dicho de otra manera, i7 indica el byte del mensaje permutado e i 
indica el bit. 
 
Knew[i7] = Knew[i7] | (((B->k[(IP[i+8*i7]-1)/8] >> (7-((IP[i+8*i7]-
1)%8)))&0x01)<<(7-i)); 
A cada byte i7 de la  variable Knew se le hace un bitwise OR con el bit 
correspondiente.  Al iniciarse en 0 todos los bits de Knew, se impide que se sobrescriban 
bits en esta operación.  
El bit que se añade a Knew sale de conseguir el número que da la matriz IP, restarle 1 
(para igualarse a los límites de C) y dividirlo entre 8. Así se consigue un número entre 0 y 
7 que indica el byte del mensaje inicial al que se ha de acceder. Una vez se tiene el byte 
que se quiere localizado, se pasa a buscar el bit con un desplazamiento. Este 
desplazamiento mueve el bit deseado a la derecha del byte. Luego lo multiplica por el 
hexadecimal 01 (así se asegura que sólo se tiene el bit deseado y el resto son 0). Este 
desplazamiento consiste en restarle a 7 (máximo de desplazamientos que puede hacer el 
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bit izquierdo) el módulo en 8 del número que proviene de la matriz IP menos 1 (lo que 
indicaría la posición del bit en el mensaje inicial). El bit, ahora colocado a la derecha del 
todo, se desplaza 7 menos i posiciones a la izquierda (i siendo el iterador para el 
mensaje permutado) y así ocupa el lugar de bit deseado en el byte i7 del mensaje 
permutado. 
            } 
        } 
        for(i7=0;i7<4;i7++){ 
            B->c[i7] = Knew[i7]; 
            B->d[i7] = Knew[i7+4]; 
        } 
    } 
Una vez se tiene Knew llena con la permutación del mensaje, éste se divide en 2: L0 (“c” 
en la struct) y R0 (“d”).  
El código en C necesario para los siguientes pasos del DES desarrolla las permutaciones 
por matrices y movimientos de bits de manera muy similar o igual a la de este apartado. 
Por eso, sólo se explica su funcionamiento en este apartado.  
3.3.2.3. Permutación de la clave 
El algoritmo DES utiliza sub-claves para combinarlas con el mensaje encriptado. Para 
cada ronda se genera una nueva sub-clave a partir de la anterior. La sub-clave inicial de 
la cual van a provenir las siguientes se denomina K0 y se crea fuera de las rondas en una 
primera permutación a partir de la clave privada.  
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Figura 2. Creación de las sub-claves. Fuente: https://www.cybrary.it/0p3n/des-data-encryption-standard/ 
La generación de la sub-clave K0, se crea permutando K con la matriz PC1, mostrada a 
continuación: 
57   49    41   33    25    17    9 
1   58    50   42    34    26   18 
10    2    59   51    43    35   27 
19   11     3   60    52    44   36 
63   55    47   39    31    23   15 
7   62    54   46    38    30   22 
14    6    61   53    45    37   29 
21   13     5   28    20    12    4 
 En esta matriz, no obstante, entre los números que la conforman no se encuentran el 8, 
16, 24, 32, 40, 48, 56 y 64. Estos números corresponderían al último bit de cada byte de 
la contraseña K, pero hay que recordar que la clave es en realidad de 56 bits y que estos 
últimos sólo servían para la paridad. Nótese también que la matriz tiene 7 columnas en 
vez de 8 como la anterior. La contraseña, una vez permutada, consta de 8 bytes de 7 bits 
cada uno, correspondientes a los 56 bits. Debido a que esta estructura no es factible de 
programar en hardware, se ha escogido que el primer bit de cada byte sea un 0 y los 
siguientes 7 puedan ser rellenados con la clave permutada.  Finalmente, la clave se divide 
en 2 bloques: C0, con los 4 bytes izquierdos, y D0, con los 4 derechos (entendiéndose 
ahora la notación de las struct Block8 y Block4 del programa en C). 
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La clave K0 queda así finalmente: x1000000 x0011110 x0001100 x1100101 x0110011 
x0011110 x0010000 x0000101 (siendo x un 0 en la implementación física). 
3.3.3. Permutaciones de la clave 
Primero se van a estudiar las permutaciones que sufre la clave, luego las del mensaje y 
para finalizar, la combinación de ambos para las 16 rondas de Feistel, 
Para la clave, el primer paso de cada rotación es correr los bits de los bloques Cn y Dn 
hacia la izquierda (n siendo el número de la rotación actual). Cada nuevo Cn y Dn 
provienen de los bloques anteriores, Cn-1 y Dn-1. Dependiendo del número de rotación, se 
corren los bits 1 o 2 posiciones a la izquierda, según lo que indique la siguiente tabla: 
 
Número de rotación Desplazamientos a la izquierda 
1 1 
2 1 
3 2 
4 2 
5 2 
6 2 
7 2 
8 2 
9 1 
10 2 
11 2 
12 2 
13 2 
14 2 
15 2 
16 2 
Tabla 1: Rotaciones de las sub-claves 
Los bits que se encuentran más a la izquierda cambian de byte debido a la rotación, y los 
del primer byte saltan al final del último byte de todos. En nuestra clave quedaría así 
ejemplificado: 
C0: x1000000 x0011110 x0001100 x1100101 
D0: x0110011 x0011110 x0010000 x0000101 
C1: x0000000 x0111100 x0011001 x1001011 
D1: x1100110 x0111100 x0100000 x0001010 
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Una vez se tienen los bloques Cn y Dn, se concatenan y permutan por la matriz PC2 (toda 
matriz nombrada a partir de ahora se encuentra en los anexos) y se forma la nueva sub-
clave Kn (Kn=CnDn). La matriz PC2 tiene 8 filas y 6 columnas, por lo que Kn pasa de tener 
56 bits a 48. K1 es ahora xx011100 xx000011 xx000011 xx101100 xx010100 xx000010 
xx001100 xx000111. 
3.3.4. Permutaciones del mensaje 
Durante las 16 permutaciones el mensaje queda siempre dividido en Ln y en Rn. Tras 
cada rotación, Ln pasa a ser Rn-1 y Rn pasa a ser Ln-1 + f(Rn-1,Kn).  La función f siendo 
donde se realizan todas las permutaciones del mensaje y donde se combina el mensaje 
con la sub-clave correspondiente al número de rotación. Para la primera rotación, L1 
pasa a ser: 00011111 10010011 00011111 11011001, correspondiendo a R0. El valor 
de R1 se muestra al final de  este apartado, pues su obtención no es trivial.  
3.3.4.1. Función f 
El primer paso para poder utilizar la función f consiste en permutar Rn-1 por la matriz E 
para que pase de tener 32 bits a 48. R0 pasa de ser 00011111 10010011 00011111 
11011001 a ser E(R0), xx100011 xx111111 xx110010 xx100110 xx100011 xx111111 
xx111011 xx110010. En la notación se puede ver un cambio de 4 a 8 bytes porque para 
el programa en C se guarda E(R0) en la variable k de tipo Block8 de la struct. La 
estructura de array Block4 no permite guardar 12 bits en cada byte, es físicamente 
imposible. Por eso, cada grupo de 6 bits ocupa un byte del Block8 con sus 2 primeros bits 
a 0. 
Una vez se tiene E(Rn-1) se hace un bitwise XOR byte a byte con la sub-clave Kn, ya que 
ahora ambas son de la misma dimensión. El resultado de nuestro ejemplo, combinando 
E(R0) + K1, queda así: xx111111 xx111100 xx110001 xx001010 xx110111 xx111101 
xx110111 xx110101 
El siguiente paso consiste en permutar cada byte con una matriz Si (i perteneciente entre 
1 y 8), de 4 filas y 16 columnas. Estas matrices Si son conocidas como substitution box o 
cajas de sustitución y van a jugar un papel crucial para el ataque de canal lateral con el 
que se va a arremeter el algoritmo DES. Habiendo 8 bytes y 8 matrices Si, entiéndase 
que el primer byte permuta con S1, primera matriz Si, y así sucesivamente. La 
permutación por las matrices Si no es como las que hemos visto anteriormente, dado que 
no queremos mover los bits de posición. Ahora el primer y último bit de cada byte (de los 
6 bits reales), en binario, representan un valor entre 0 y 3, y sirven para escoger la fila de 
Si a la que se quiere acceder. Los 4 bits restantes representan un valor entre 0 y 15, 
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localizando así la columna. Una vez se sabe la fila y columna de la matriz Si, ésta 
proporciona un número entre 0 y 15, el cual se transforma a binario y pasa a ser el nuevo 
valor que tendremos en el byte correspondiente. Es decir, sustituyen el valor del bit por 
otro distinto, por eso las matrices son llamadas cajas de sustitución. Como el valor del 
nuevo byte ahora ocupa sólo 4 bits, el total de bits será 32 de nuevo, como el valor R0 
inicial. A continuación se muestran como ejemplo los pasos con el primer byte: 
 
      14  4  13  1   2 15  11  8   3 10   6 12   5  9   0  7 
      0 15   7  4  14  2  13  1  10  6  12 11   9  5   3  8 
      4  1  14  8  13  6   2 11  15 12   9  7   3 10   5  0 
     15 12   8  2   4  9   1  7   5 11   3 14  10  0   6 13 
Matriz S1 
El primer byte a tratar es el xx111111. Si se cogen los 2 bits extremos (marcados en 
rojo) la fila a acceder es en binario la 11, es decir, la fila 3. Los otro 4 valores indican que 
la columna es la 1111, la última. El valor de la matriz S1 en la fila 3 (4) y columna 15 (16) 
es el número 13, por lo que el primer byte es el 1101. Repitiendo el mismo proceso por 
todas las matrices Si, el ejemplo queda: xxxx1101 xxxx0010 xxxx0100 xxxx0110 
xxxx1001 xxxx1000 xxxx1111 xxxx1001. 
El último proceso de la función f pasa a permutar el resultado de las matrices Si por la 
matriz P (matriz de movimiento de bits como las que se han visto hasta ahora). En el 
programa en C se vuelven a poner los bits en la estructura Block4. El resultado tras 
permutar por P es el siguiente: 01111011 11010001 10011100 00000011. 
3.3.4.2. Obtención de Rn 
Una vez acabadas las permutaciones de la función f, se puede calcular Rn haciendo un 
bitwise XOR de Ln-1 con el resultado de f.  En este caso, como L0 es 00011100 
01001010 00011110 10110101, junto con el resultado tras P que se puede encontrar en 
el anterior apartado, R1 pasa a ser la siguiente: 01100111 10011011 10000010 
10110110. 
Para la siguiente permutación, L2 pasa a ser el valor de R1 recién encontrado y para R2 
se vuelve a operar. 
Este proceso se repite 16 veces, y una vez se tienen L16 y R16, se concatenan en orden 
inverso (R16L16) y se procede a hacer la permutación final. 
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3.3.5. Permutación final 
R16L16 se permuta por la matriz IP-1, matriz de movimiento de bits, y se encripta del todo el 
mensaje. En nuestro ejemplo: 
R16L16: 11111010 11001010 10010011 11111000 11001001 01001010 01101010 
00110110. 
Y el mensaje M encriptado: 10000100 01111110 00000010 11111001 01000111 
01001011 11111001 11010101, que en hexadecimal es: “84, 7e, 02, f9, 47, 4b, f9, d5”, 
nada que ver con su valor original “ab, bc, cd, de, ef, 01, 12, 23”. 
3.4. Implementación en el microcontrolador 
3.4.1. Hardware empleado 
Para el proyecto se han utilizado los siguientes dispositivos e instrumentos: 
 Un microcontrolador PIC18F4520, de 40 pines, cuya función es ejecutar el 
algoritmo de encriptación DES anteriormente presentado.  
 
Figura 3: PIC18F4520. Fuente: propia 
 Un ordenador con los programas MPLab y Matlab. MPLab para grabar el 
programa DES en el microcontrolador y Matlab para el ataque de canal lateral. 
 Un depurador hardware ICD-3 como conector entre el ordenador y el 
microcontrolador para el grabado del programa en el PIC18F4520. 
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Figura 4: ICD-3. Fuente: propia. 
 Una USART genérica para la transmisión de información entre el programario 
MPLAB y Matlab con el osciloscopio. 
 
Figura 5: USART. Fuente: propia. 
 Un generador de señal para generar la señal de reloj del microcontrolador. 
 
Figura 6: Generador de señal. Fuente: propia. 
 Una fuente de alimentación para alimentar el microcontrolador a 5 V en corriente 
continua. 
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Figura 7: Generador de tensión. Fuente: propia. 
 Un osciloscopio para captar las intensidades requeridas para hacer el ataque de 
canal lateral y guardar los datos en el ordenador. 
 
Figura 8: Osciloscopio. Fuente: propia. 
3.4.2. Montaje experimental 
Una vez programado el sistema de encriptación DES, mediante MPLAB y el depurador 
hardware ICD-3, se introdujo en el microcontrolador PIC18F4520 de 40 pins (el 
programa, que se puede encontrar en los anexos, contiene todas las adaptaciones en el 
código para ser funcional en el microcontrolador). A este microcontrolador se le conectó 
el generador de tensión, el generador de señal, la USART y el osciloscopio. 
Las conexiones que se hicieron en el microcontrolador fueron las siguientes: 
 En el pin 12 del microcontrolador, Vss, se conecta una resistencia entre el pin y 
tierra. Esta conexión sirve para leer las variaciones de intensidad entre los 
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extremos de la resistencia. 
 
Figura 9: Circuito. Fuente: Propia. 
 La USART conecta su canal RXD al pin 26 para recibir las señales de cambio 
lógico y su canal TXD con el pin 25, para transmitir el cambio. 
 El generador de señal se conecta a tierra y en el pin 13 del microcontrolador. 
 El osciloscopio se conecta a tierra, su canal 1 se conecta al pin 33 y el canal 2 se 
conecta al pin 12, Vss. Al haber una resistencia entre tierra y el pin, el canal 2 va a 
poder leer las diferencias de intensidad que pasen por este canal. El canal 1 sirve 
para ver el cambio de valor lógico al pasar por las matrices Si. El osciloscopio, a 
su vez, se conecta al ordenador para guardar las trazas de intensidades en un 
fichero de texto. 
 
Figura 10: Esquema del PIC18F4520. Fuente: Microchip Technollogy Inc. PIC18F4520 Datasheet 
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En la siguiente fotografía se puede ver el microcontrolador con todas sus conexiones y la 
resistencia resaltada:  
 
Figura 11: Conexiones en el microcontrolador. Fuente: propia. 
Y a continuación el conjunto de todos los aparatos hardware durante el proceso de 
encriptación y ataque: 
 
Figura 12: Conexiones de hardware. Fuente: propia. 
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4. Ataque de canal lateral y 
técnica de Correlaciones 
En este capítulo se explican los ataques de canal lateral y de cómo se han utilizado para 
deducir la clave de encriptación utilizada en DES. El proceso se ha realizado en Matlab y 
su implementación se encuentra en los anexos. 
4.1. Ataques de canal lateral 
Los ataques de canal lateral basan su funcionamiento en la lectura de las pérdidas de 
información que puede sufrir el hardware en el que está implementado el proceso de 
cifrado o descifrado. La hipótesis de caja negra en la que se supone que estaba el 
criptosistema ya no es fiable, ahora se trata de una caja gris pues se van a visualizar las 
corrientes de consumo mientras se ejecuta el algoritmo. La mayoría de veces este tipo 
de ataques no dejan rastro, por lo que no se sabe que ha habido un intento de robo de 
información. Los ataques de canal lateral tienen dos fases: la primera sería la medida y 
recopilación del sistema de encriptado mientras éste está en funcionamiento y la 
segunda, que sería el análisis de los datos recogidos para la deducción de la clave de 
encriptación. Hay muchos tipos de ataques y en el que se centra este trabajo es en un 
ataque DPA mediante un CPA. 
4.1.1. Differential Power Analysis 
Los ataques de canal lateral DPA se basan en el uso técnicas estadísticas con 
correcciones de errores para extraer información sobre la clave de encriptación. Estos 
ataques se pueden dividir en dos fases: la recogida de datos y el análisis de los mismos. 
Primero, es interesante entender cómo se pierde información útil para un ataque DPA en 
el microcontrolador: Todo microcontrolador está formado por puertas lógicas. Cuando 
estas realizan una operación, pueden cambiar su valor lógico de 0 a 1, de 1 a 0 o 
mantenerse en su valor inicial. Cuando hay un cambio de valor lógico entre puertas, el 
consumo de potencia aumenta, lo que a su vez implica variaciones en la corriente. Si se 
leen estas variaciones de corriente, el atacante puede obtener mucha información del 
sistema. Las lecturas de las pérdidas de corriente se suelen medir con un osciloscopio. 
Para obtener las trazas de corriente, DPA va a utilizar un análisis CPA.  
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4.1.2. Correlation power analysis  
Para la primera fase del DPA, se ha hecho un CPA, es decir, un conjunto de pasos que 
permiten conseguir la clave de encriptación. Los pasos son los siguientes: 
1. Entender cómo funciona el algoritmo de encriptación que se quiere atacar para 
leer las corrientes en un único punto del proceso. La lectura de la corriente no 
puede ser hecha en cualquier momento, pues se recogería mucha información 
inútil. 
2. Se ha de conseguir que se cifren varios mensajes para captar así más 
información y que esta pueda ser significativa. 
3.  Captar información de las sub-claves en vez de la clave privada. Las sub-claves 
son más fáciles de acceder y permiten deducir la clave mediante operaciones 
sencillas.  
4. Juntar toda la información obtenida de la sub-clave y encontrar la clave privada. 
4.1.3. Implementación física 
En el caso del algoritmo DES que nos concierne se han captado las trazas cuando se 
obtiene la primera sub-clave (proceso que ocurre con las matrices S). Una vez 
conseguida, se invierten los pasos del algoritmo DES de obtención de la misma y se 
consigue la clave privada. 
El proceso para hacer la lectura ha sido el siguiente: Primero aclarar que cada carácter 
de la contraseña (8 en total) se ha estudiado por separado. Se han cifrado los 200 
mensajes 8 veces en total para captar las trazas de cada carácter por separado y no 
tener así que separar la información de los 8 valores. Cada mensaje, además, se ha 
enviado 10 veces, y se ha guardado la media como valor final para reducir el ruido. Cada 
proceso de encriptación y lectura ha tardado una media de 40-50 minutos.  
Para que la lectura fuera justo en la permutación hecha por las matrices S, se ha 
modificado el valor lógico del registro LATB del microchip justo antes de permutar la clave 
por la matriz S correspondiente y al acabar la permutación. LATB se ha modificado 
primero en la primera S, luego en la segunda y así hasta la octava (recordar que cada 
matriz S trata un carácter distinto de la clave). Cuando la variable pasaba de 0 a 1, el 
osciloscopio empezaba a recabar la información de las corrientes y una vez volvía a 0 
paraba de recopilar la información. De cada mensaje cifrado se han conseguido 50.000 
trazas distintas. Una vez obtenidas se puede pasar a su análisis. 
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Figura 11: Trazas y cambio de valor lógico. Fuente: propia. 
4.1.4. Análisis de las trazas de corriente 
El proceso de obtención de la primera sub-clave ha sido el siguiente: 
Tras recopilar los datos de medida de las corrientes, se ha creado una matriz de trazas 
de 200 filas, correspondientes a los 200 textos planos tras su permutación inicial, y 
50.000 columnas, correspondientes todas las trazas medidas. 
Posteriormente, se ha creado una matriz, conocida como modelo de consumo, de 200 
filas, correspondientes a los textos planos tras su permutación inicial, y 64 columnas, 
correspondientes a las primera sub-claves producidas por las 64 posibles claves 
privadas. Los valores que contiene la matriz son los pesos de Hamming entre las 
variables fila y columna.  
En los buses de datos de circuitos electrónicos integrados (microprocesadores) y 
concretamente en tecnología CMOS, es bastante habitual considerar que el consumo de 
corriente es proporcional al peso de Hamming de los datos que circulan por el bus. El 
peso de Hamming no es más que el número de bits a 1 del dato transferido, en este caso, 
las trazas de corriente. Consecuentemente, los valores de las trazas de la sub-clave, son 
linealmente correlacionables con el peso de Hamming de una de las posibles sub-claves. 
Las dos matrices antes mentadas se unen a su vez en una matriz de correlaciones de 64 
filas y 50.000 columnas. Los valores de la matriz indican la correlación entre los pesos de 
Hamming y las distintas trazas medidas. El coeficiente de correlación más alto y 
significativo (queda claramente desmarcado de los demás valores) indica, por lo tanto, el 
momento del proceso de encriptación en que se consigue la primera sub-clave.  
Una vez conseguida la primera sub-clave, se opera por el algoritmo DES a la inversa y se 
obtiene finalmente la clave privada. El ataque de canal lateral ha terminado. 
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4.1.5. Descifrado de la clave privada  
Para conseguir la primera sub-clave, la clave K inicial se permuta por la matriz PC1, se 
divide en 2: C0 y D0, las divisiones hacen un giro a la izquierda, se vuelven a unir y se 
permutan por la matriz PC2. Este mismo proceso se ha de reproducir a la inversa para 
recuperar la clave inicial.  
Al tener la primera sub-clave sólo 6 bits por byte, al permutar a la inversa por PC2, pasa a 
tener de nuevo 7 bits por byte. No obstante, hay un total de 8 bits que no han podido ser 
recuperados. Estos bits, en notación de 1 al 64, son el 9, 18, 22, 25, 35, 38, 43 y 54. 
Cuando roten a la derecha y permuten de nuevo por PC1, se pasa de tener 7 bits a 8 bits 
por byte. La pérdida de información, no obstante, sigue siendo los mismos 8 bits de antes 
ya que el último bit de cada byte servía sólo para comprobar la paridad. Por lo tanto, los 8 
bits afectados son el 11, 21, 26, 29, 41, 44, 50, 62. Para poder descifrar el mensaje hay 
que probar todas las posibles claves variando el valor lógico de estos bits en un ataque 
de diccionario. En total, hay 28 combinaciones posibles a constatar. Valor mucho menor a 
256, que sería el que se tendría que hacer en un ataque de fuerza bruta. 
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5. Resultados 
experimentales 
Durante el proceso experimental, se cifraron 200 mensajes con la contraseña “13, 34, 
57, 79, 9b, bc, df, f1”. Tras el ataque de canal lateral, se obtuvieron los siguientes valores 
de la primera sub-clave, con los consecuentes picos de correlación: 
 
Byte 
correspondiente 
Valor del byte de la sub-clave Pico de correlación 
1 6 0,7360 
2 48 0,7832 
3 11 0,5894 
4 47 0,6868 
5 63 0,8283 
6 7 0,7658 
7 1 0,8385 
8 50 0,7777 
Tabla 2: Primera sub-clave y picos de correlación 
A continuación, se muestran las gráficas de los picos de correlación con cada sub-clave. 
En ellas, se puede ver que los picos de correlación que indican la sub-clave 
correspondiente son claramente significativos (la diferencia es siempre superior a un 
0,25). No obstante, a los valores que marcan la sub-clave se les ha de restar un 1 ya que 
Matlab cuenta las sub-claves de 1 a 64 obviando que sus valores reales están entre 0 y 
63. 
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Gráfico de correlaciones.. Byte: 1 
 
Gráfico de correlaciones. Byte: 2 
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Gráfico de correlaciones. Byte: 3 
 
Gráfico de correlaciones.  Byte: 4 
Pág. 42  Memoria 
 
 
Gráfico de correlaciones. Byte: 5 
 
Gráfico de correlaciones.  Byte: 6 
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Gráfico de correlaciones. Byte: 7 
 
Gráfico de correlaciones. Byte: 8 
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El pico de correlación que se da entre un byte de la sub-clave justo cuando la traza de 
corriente corresponde a la verdadera sub-clave se puede ver ejemplificado en el 
siguiente gráfico, correspondiente al primer byte: 
 
Gráfico de trazas del byte 1y coeficiente de correlación 
Estos valores experimentales de la primera sub-clave corresponden a los valores de la 
primera sub-clave real. Al realizar el proceso a la inversa para encontrar la clave privada, 
entre sus posibles valores se encuentra, en efecto, la clave privada con la que se había 
cifrado el mensaje: “13, 34, 57, 79, 9b, bc, df, f1”. El ataque ha funcionado.  
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6. Coste económico del 
proyecto 
El coste del proyecto se divide en dos partes: recursos humanos y recursos materiales. 
6.1. Coste de recursos humanos 
Tarea Horas 
ingeniero 
junior 
Precio/hora 
ing. junior 
Horas 
ingeniero 
senior  
Precio/hora 
ing. senior 
Coste ing. 
junior e ing. 
senior(€) 
Desarrollo 
algoritmo DES 
80 16,07 20 40,00 2.085,60 
Montaje 
experimental 
120 16,07 35 40,00 3.328,40 
Realización ataque 60 16,07 15 40,00 1.564,20 
Desarrollo 
memoria 
40 16,07 10 40,00 1.042,80 
Total horas ing.  
junior: 
300 Total horas 
ing. senior: 
80 Coste total: 8.021,00 
Tabla 3: Coste de recursos humanos. 
6.2. Coste de recursos materiales 
Debido al software y hardware necesarios para realizar la encriptación y el ataque lateral, 
el costo del proyecto es bastante elevado. No obstante, dado a que se ha realizado el 
trabajo en la Escuela Técnica Superior en Tecnología Industriales de Barcelona, se 
contaban con licencias de estudiantes para el software y con el hardware necesario en 
los laboratorios de la misma, por lo que no ha sido necesaria su obtención. Igualmente, se 
calcula el coste del proyecto sin tener en cuenta este dato. 
Software/Hardware Unidades Coste (€) 
Licencia anual estándar de Matlab 1 800,00 
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Programario MPLAB 1 0,00 
PIC18F4520 1 3,02 
Generador de señales Agilent 
33522A 
1 2.000,00* 
Generador de tensión Agilent 
U8031A 
1 1.342,36 
Osciloscopio InfiniiVision 
DSOX2002A 
1 1.293,00 
Depurador hardware ICD-3 1 178,07 
Módulo USART genérico 1  5,00  
Coste total  5621,45 
Tabla 4: Coste de recursos materiales. 
*El generador de señales utilizado está descatalogado y sólo se puede obtener de segunda mano. El precio 
es aproximado. 
6.3. Coste total 
El coste total del proyecto es de 10.442,45 €. 
 
Concepto Coste (€) 
Recursos humanos 8.021,00 
Recursos materiales 5.621,45 
Coste total: 13.642,45 
Tabla 5: Coste de recursos materiales. 
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7. Impacto Ambiental 
El impacto ambiental del proyecto no es significativo. Todos los aparatos hardware 
utilizados cumplen la normativa ROHS para aparatos eléctricos y electrónicos, y el 
consumo eléctrico de todo el proceso es bastante insustancial. Por lo tanto, es un 
proyecto ecológicamente viable. 
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Conclusiones y trabajo futuro 
Durante el transcurso del proyecto se han podido llevar a cabo todos los objetivos del 
mismo. Se ha desarrollado el algoritmo de encriptación DES en lenguaje C, que ha 
permitido el cifrado de mensajes y se ha adaptado para ser utilizable en el 
microcontrolador. Se ha implementado el código en el microcontrolador y se desarrollado 
un set-up experimental para realizar el ataque de canal lateral. Durante la encriptación de 
los mensajes, se han medido las corrientes de consumo del microcontrolador, se ha 
eliminado el ruido de las mismas y se han almacenado sus trazas. Posteriormente, se han 
analizado las trazas mediante el CPA utilizando los pesos de Hamming, lo que ha 
permitido encontrar la primera sub-clave de encriptación de DES. Al operar esta sub-
clave y, tras un ataque de diccionario, se ha conseguido, finalmente, la clave privada 
utilizada en el cifrado DES.  
Ha quedado demostrado que, por complejos que sean los algoritmos y métodos de 
encriptación, se puede obtener mucha información física de ellos. No obstante, un 
acceso tan directo al hardware de encriptación es difícil de conseguir y el entorno de 
trabajo no va a presentar unas facilidades tan buenas como las que se han tenido en el 
desarrollo del proyecto.  
Como trabajo futuro sería interesante aislar el microcontrolador y reproducir el ataque de 
canal lateral, mientras a su vez se intenta reproducir al máximo la hipótesis de caja negra. 
De esta manera, se podrían testear distintos métodos de protección física y de software. 
También se podría atacar a una smartcard comercial en vez de a un microcontrolador 
para ver las adaptaciones que se tendrían que llevar en el ataque y si el mismo es 
posible. 
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Anexos 
A.1. Implementación de DES en C 
A.1.1. main.c 
// 
//  mainDES.c 
//   
// Adaptado para el microcontrolador. 
// 
//  Created by Claudia Barreiro on 02/07/2019. 
// 
 
#include <stdio.h> 
#include <stdlib.h> 
#include "algoritmoDES.h" 
#include <xc.h> 
#include "ConfigBits.h" 
 
void main(void){ 
    KeyBlocks M; 
    KeyBlocks K; 
    KeyBlocks M0 = { 
        .k = {0x01,0x23,0x45,0x67,0x89,0xab,0xcd,0xef}, 
        .c = {0x00,0x00,0x00,0x00}, 
        .d = {0x00,0x00,0x00,0x00} 
    }; 
    KeyBlocks K0 = { 
        .k = {0x13,0x34,0x57,0x79,0x9b,0xbc,0xdf,0xf1}, 
        .c = {0x00,0x00,0x00,0x00}, 
        .d = {0x00,0x00,0x00,0x00} 
    }; 
    TRISB = 0; 
    OpenUSART(USART_TX_INT_OFF & USART_RX_INT_OFF & USART_ASYNCH_MODE & 
          USART_EIGHT_BIT & USART_CONT_RX & USART_BRGH_HIGH, 12); 
    while(1){ 
        /* Copia M0 y K0 sobre M y K*/ 
        DataRdyUSART(); /* En este punto se envía desde Matlab un controlador que indica que se quiere 
hacer un cambio*/ 
        SubstituteKeyBlock(M0,&M); 
        SubstituteKeyBlock(K0,&K); 
        LATB = 1; 
        Algorithm(&K,&M); 
        LATB = 0; 
        _delay(100); 
        /* examinar M */ 
    } 
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} 
 
A.1.1.  algoritmoDES.c 
#include <stdio.h> 
#include "algoritmoDES.h" 
 
static const uchar PC1[]={ 
    57,49,41,33,25,17,9, 
    1,58,50,42,34,26,18, 
    10,2,59,51,43,35,27, 
    19,11,3,60,52,44,36, 
    63,55,47,39,31,23,15, 
    7,62,54,46,38,30,22, 
    14,6,61,53,45,37,29, 
    21,13,5,28,20,12,4 
}; 
 
static const uchar PC2[]={ 
    14,17,11,24,1,5, 
    3,28,15,6,21,10, 
    23,19,12,4,26,8, 
    16,7,27,20,13,2, 
    41,52,31,37,47,55, 
    30,40,51,45,33,48, 
    44,49,39,56,34,53, 
    46,42,50,36,29,32 
}; 
 
static const uchar IP[]= { 
    58,50,42,34,26,18,10,2, 
    60,52,44,36,28,20,12,4, 
    62,54,46,38,30,22,14,6, 
    64,56,48,40,32,24,16,8, 
    57,49,41,33,25,17,9,1, 
    59,51,43,35,27,19,11,3, 
    61,53,45,37,29,21,13,5, 
    63,55,47,39,31,23,15,7 
}; 
 
static const uchar E[]={ 
    32,1,2,3,4,5, 
    4,5,6,7,8,9, 
    8,9,10,11,12,13, 
    12,13,14,15,16,17, 
    16,17,18,19,20,21, 
    20,21,22,23,24,25, 
    24,25,26,27,28,29, 
    28,29,30,31,32,1 
}; 
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static const uchar  MSB[8][64] = { 
    { 
        14,4, 13,1,2,15,11,8,3,10,6,12,5,9,0,7, 
        0,15,7,4,14,2,13,1,10,6,12,11,9,5,3,8, 
        4,1,14,8,13,6,2,11,15,12,9,7,3,10,5,0, 
        15,12,8,2,4,9,1,7,5,11,3,14,10,0,6 ,13 
    }, { 
        15,1,8,14,6,11,3,4,9,7,2,13,12,0,5,10, 
        3,13,4,7,15,2,8,14,12,0,1,10,6,9,11,5, 
        0,14,7,11,10,4,13,1,5,8,12,6,9,3,2,15, 
        13,8,10,1,3,15,4,2,11,6,7,12,0,5,14,9 
    },{ 
        10,0,9,14,6,3,15,5,1,13,12,7,11,4,2,8, 
        13,7,0,9,3,4,6,10,2,8,5,14,12,11,15,1, 
        13,6,4,9,8,15,3,0,11,1,2,12,5,10,14,7, 
        1,10,13,0,6,9,8,7,4,15,14,3,11,5,2,12 
    },{ 
        7,13,14,3,0,6,9,10,1,2,8,5,11,12,4,15, 
        13,8,11,5,6,15,0,3,4,7,2,12,1,10,14,9, 
        10,6,9,0,12,11,7,13,15,1,3,14,5,2,8,4, 
        3 ,15,0,6,10,1,13,8,9,4,5,11,12,7,2,14 
    },{ 
        2,12,4,1,7,10,11,6,8,5,3,15,13,0,14,9, 
        14,11,2,12,4,7,13,1,5,0,15,10,3,9,8,6, 
        4,2,1,11,10,13,7,8,15,9,12,5,6,3,0,14, 
        11,8,12,7,1,14,2,13,6,15,0,9,10,4,5,3 
    },{ 
        12,1,10,15,9,2,6,8,0,13,3,4,14,7,5,11, 
        10,15,4,2,7,12,9,5,6,1,13,14,0,11,3,8, 
        9,14,15,5,2,8,12,3,7,0,4,10,1,13,11,6, 
        4,3,2,12,9,5,15,10,11,14,1,7,6,0,8,13 
    },{ 
        4,11,2,14,15,0,8,13,3,12,9,7,5,10,6,1, 
        13,0,11,7,4,9,1,10,14,3,5,12,2,15,8,6, 
        1,4,11,13,12,3,7,14,10,15,6,8,0,5,9,2, 
        6,11,13,8,1,4,10,7,9,5,0,15,14,2,3,12 
    },{ 
        13,2,8,4,6,15,11,1,10,9,3,14,5,0,12,7, 
        1,15,13,8,10,3,7,4,12,5,6,11,0,14,9,2, 
        7,11,4,1,9,12,14,2,0,6,10,13,15,3,5,8, 
        2,1,14,7,4,10,8,13,15,12,9,0,3,5,6,11 
    } 
}; 
 
static const uchar P[]={ 
    16,7,20,21, 
    29,12,28,17, 
    1,15,23,26, 
    5,18,31,10, 
    2,8,24,14, 
    32,27,3,9, 
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    19,13,30,6, 
    22,11,4,25 
}; 
 
static const uchar IPminus[]={ 
    40,8,48,16,56,24,64,32, 
    39,7,47,15,55,23,63,31, 
    38,6,46,14,54,22,62,30, 
    37,5,45,13,53,21,61,29, 
    36,4,44,12,52,20,60,28, 
    35,3,43,11,51,19,59,27, 
    34,2,42,10,50,18,58,26, 
    33,1,41,9,49,17,57,25 
}; 
 
 
void Algorithm(KeyBlocks *K, KeyBlocks *M){ 
    int i = 0; 
    static const int rotationArray[] = {/*1,*/1,2,2,2,2,2,2,1,2,2,2,2,2,2,1}; 
     
    MessagePermutation1(M); 
    KeyPermut1(K); 
 
    for(i=0;i<16;i++){ 
        CreateTheKeysFromCD(K); 
         
        ExpandR(M); 
        XORFunction(K,M); 
        SBoxes(M); 
        PermutationP(M); 
        GetTheNewLR(M); 
         
        SpinTheCDKey(K); 
        if (rotationArray[i]>1){ 
            SpinTheCDKey(K); 
        } 
    } 
    LastPermutation(M); 
 
} 
 
///////////////////////*  Creación de las subclaves */////////////////////////////// 
 
/* Permutación inicial de la clave. Permite sacar K0*/ 
void KeyPermut1(KeyBlocks *B){ 
    int i7 =0; 
    int i6 =0; 
    Block8 Knew={0x00,0x00,0x00,0x00,0x00,0x00,0x00,0x00}; 
     
    for(i7=0;i7<8;i7++){ 
        for(i6=0;i6<7;i6++){ 
            Knew[i7] = Knew[i7] | (((B->k[(PC1[i6+7*i7]-1)/8] >> (7-((PC1[i6+7*i7]-1)%8)))&1)<<( 6-i6 )); 
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        } 
    } 
    for(i7=0;i7<8;i7++){ 
        B->k[i7] = Knew[i7]; 
    } 
} 
 
 
/* Rotación de K0 para conseguir C0 y D0. */ 
/* K0 es de 56 bits. C0 y D0 son de 28 bits cada una. */ 
void SpinTheKey1(KeyBlocks *B) { 
    int i=0; 
    uchar bitc = (B->k[0]&0x40) >> 6; 
    uchar bitd = (B->k[4]&0x40) >> 6; 
    uchar bit2; 
    for(i=0;i<3;i++){ 
        bit2 = (B->k[i+1]&0x40) >> 6; 
        B->c[i] = (((B->k[i]&0x3f)<<1) | bit2); 
    } 
     
    B->c[3] =  (((B->k[3]&0x3f)<<1) | bitc); 
     
    for(i=0;i<4;i++){ 
        bit2 = (B->k[i+1+4]&0x40) >> 6; 
        B->d[i] = (((B->k[i+4]&0x3f)<<1)| bit2); 
    } 
    B->d[3] =  (((B->k[7]&0x3f)<<1)| bitd); 
     
} 
 
/* Rotación de Cx y Dx para conseguir Cx+1 y Dx+1. */ 
/* C y D tienen ambas 28 bits (56 en total). */ 
void SpinTheCDKey(KeyBlocks *B) { 
    int i = 0; 
    uchar bitc = (B->c[0]&0x40) >> 6; 
    uchar bitd = (B->d[0]&0x40) >> 6; 
    uchar bit2; 
    for(i=0;i<3;i++){ 
        bit2 = (B->c[i+1]&0x40) >> 6; 
        B->c[i] = (((B->c[i]&0x3f)<<1) | bit2); 
    } 
    B->c[3] =  (((B->c[3]&0x3f)<<1) | bitc); 
     
    for(i=0;i<3;i++){ 
        bit2 = (B->d[i+1]&0x40) >> 6; 
        B->d[i] = (((B->d[i]&0x3f)<<1 ) | bit2); 
    } 
    B->d[3] =  (((B->d[3]&0x3f)<<1) | bitd); 
} 
 
/* Se crea Kx a través de Cx y Dx. */ 
/* Kx es de 48 bits. */ 
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void CreateTheKeysFromCD(KeyBlocks *B){ 
    int i7 = 0; 
    int i5 = 0; 
     
    Block8 Knew={0x00,0x00,0x00,0x00,0x00,0x00,0x00,0x00}; 
    for(i7=0;i7<4;i7++){ 
        for(i5=0;i5<6;i5++){ 
            Knew[i7] = Knew[i7] |  (((B->c[(PC2[i5+6*i7]-1)/7] >> (7-((PC2[i5+6*i7]-1 +(PC2[i5+6*i7]-
1)/7+1)%8))) & 0x01 ) << (5-i5)); 
        } 
    } 
    for(i7=4;i7<8;i7++){ 
        for(i5=0;i5<6;i5++){ 
            Knew[i7] = Knew[i7] | (((B->d[(PC2[i5+6*i7]-28 - 1)/7] >> (7-((PC2[i5+6*i7]-28 -1+ (PC2[i5+6*i7]-28 
-1)/7+1)%8))) & 0x01 ) <<(5-i5)); 
        } 
    } 
    for(i7=0;i7<8;i7++){ 
        B->k[i7] = Knew[i7]; 
    } 
} 
 
///////////////////////*  Codificaiónn del mensaje */////////////////////////////// 
 
/* Entra un mensaje de 64 bits M que es reordenado según IP. */ 
/* El mensaje se divide en L(c) y en R(d). */ 
void MessagePermutation1(KeyBlocks *B){ 
    int i7=0; 
    int i=0; 
   
    Block8 Knew={0x00,0x00,0x00,0x00,0x00,0x00,0x00,0x00}; 
     
    for(i7=0;i7<8;i7++){ 
        for(i=0;i<8;i++){ 
            Knew[i7] = Knew[i7] | (((B->k[(IP[i+8*i7]-1)/8] >> (7-((IP[i+8*i7]-1)%8)))&0x01 )<<( 7-i )); 
        } 
    } 
    for(i7=0;i7<4;i7++){ 
        B->c[i7] = Knew[i7]; 
        B->d[i7] = Knew[i7+4]; 
    } 
} 
 
/* Expansión de Rx de 32 a 48 bits. */ 
void ExpandR(KeyBlocks *R){ 
    int i7=0; 
    int i5=0; 
    Block8 Rnew8 = {0x00,0x00,0x00,0x00,0x00,0x00,0x00,0x00}; 
    for(i7=0;i7<8;i7++){ 
        for(i5=0;i5<6;i5++){ 
            Rnew8[i7] = Rnew8[i7] | ( ( (R->d[(E[i5+6*i7]-1)/8] >> (7-((E[i5+6*i7]-1)%8)) )& 0x01 )<<( 5-i5 )); 
        } 
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    } 
    for(i7=0;i7<8;i7++){ 
        R->k[i7] = Rnew8[i7]; 
    } 
} 
 
/* XOR de Rx y K(x+1). */ 
/* K(x+1)+E(Rx) <- Esta combinación de va a anotar como KRx. */ 
void XORFunction(KeyBlocks *K, KeyBlocks *R){ 
    int i = 0; 
    for(i=0;i<8;i++){ 
        R->k[i] = K->k[i]^R->k[i]; 
    } 
}; 
 
/* Permutación de KR por las cajas S. */ 
/* KR pasa de 48 a 32 bits */ 
void SBoxes(KeyBlocks *KR){ 
    int i = 0; 
    for(i=0;i<8;i++) { 
        uchar fila = ((KR->k[i] & 0x01) | ((KR->k[i]>>4)&0x02)) ; 
        uchar columna = (KR->k[i] >>1)&0x0f; 
        KR->k[i] = MSB[i][columna + fila*16]; 
    } 
     
}; 
 
/* KR pasa de 32 a 28 bits. */ 
void PermutationP(KeyBlocks *KR){ 
    int i7 =0; 
    int i3 = 0; 
    Block8 KRnew = {0x00,0x00,0x00,0x00,0x00,0x00,0x00,0x00}; 
    for (i7=0;i7<8;i7++){ 
        for(i3=0;i3<4;i3++){ 
           KRnew[i7] = KRnew[i7] | (( KR->k[(P[i3+i7*4]-1)/4] >>  (3-(P[i3+i7*4]-1)%4)&0x01   ) << (3-i3)); 
        } 
    } 
    for (i7=0;i7<8;i7++){ 
        KR->k[i7] = KRnew[i7]; 
    } 
}; 
 
/* Obtención de Lx+1 y Rx+1 a partir de Rx y KRx. */ 
void GetTheNewLR(KeyBlocks *B){ 
    Block4 Lini = {0x00,0x00,0x00,0x00}; 
    Block8 KRnew4 = {0x00,0x00,0x00,0x00}; 
    int i = 0; 
    for(i=0;i<4;i++){ 
        Lini[i] = B->d[i]; 
        KRnew4[i] = (B->k[i*2]<<4)|B->k[i*2+1]; 
        B->d[i] = (KRnew4[i]^B->c[i]); 
        B->c[i] = Lini[i]; 
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    } 
}; 
 
 
/* Inversión de L y R en M y permutación  por IP-1. */ 
void LastPermutation(KeyBlocks *B){ 
    int i; 
    int i7; 
    Block8 Knew = {0x00,0x00,0x00,0x00,0x00,0x00,0x00,0x00}; 
    for(i=0;i<8;i++){ 
        if (i<4) { 
            B->k[i] = B->d[i]; 
        } else { 
            B->k[i] = B->c[i-4]; 
        } 
    } 
     
    for(i7=0;i7<8;i7++){ 
        for(i=0;i<8;i++){ 
            Knew[i7] = Knew[i7] | (( (B->k[(IPminus[i+8*i7]-1)/8] >> (7-((IPminus[i+8*i7]-1)%8)) )&0x01 )<<( 7-i 
)); 
        } 
    } 
     
    for(i7=0;i7<8;i7++){ 
        B->k[i7] = Knew[i7]; 
    } 
} 
 
///////////////////////*  Función para cambiar el mensaje inicial a tratar *///////////////////////////////  
 
/* Función para sustituir un KeyBlock por otro */ 
void SubstituteKeyBlock(KeyBlocks R0, KeyBlocks *R){ 
    int i; 
    for(i=0;i<8;i++){ 
        R->k[i] = R0.k[i]; 
        if (i<4){ 
            R->c[i] = R0.c[i]; 
            R->d[i] = R0.d[i]; 
        } 
    } 
} 
A.1.2. algoritmoDES.h 
 
#ifndef algoritmoDES_h 
#define algoritmoDES_h 
 
#include <stdio.h> 
 
typedef unsigned char uchar; 
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typedef uchar Block8[8]; 
typedef uchar Block4[4]; 
typedef struct{ 
    Block8 k; 
    Block4 c; 
    Block4 d; 
}KeyBlocks; 
 
void SubstituteKeyBlock(KeyBlocks R0, KeyBlocks *R); 
 
void KeyPermut1(KeyBlocks *B); 
void SpinTheKey1(KeyBlocks *B); 
void SpinTheCDKey(KeyBlocks *B); 
void CreateTheKeysFromCD(KeyBlocks *B); 
void MessagePermutation1(KeyBlocks *B); 
void ExpandR(KeyBlocks *R); 
void XORFunction(KeyBlocks *K, KeyBlocks *R); 
void SBoxes(KeyBlocks *KR); 
void PermutationP(KeyBlocks *KR); 
void GetTheNewLR(KeyBlocks *B); 
void LastPermutation(KeyBlocks *B); 
void Algorithm(KeyBlocks *K, KeyBlocks *M); 
 
#endif /* algoritmoDES_h */ 
 
A.1.3. Funciones para el desencriptado de la primera sub-clave. 
 
/* Permutación de la subclave K1 por PC2 para conseguir C1 y D1*/ 
/* K1 pas de 48 bits a 56. */ 
 
KeyBlocks PermutateK1ByPC2(KeyBlocks B){ 
    int i7 = 0; 
    int i = 0; 
    int fila; 
    int columna; 
    int bitPermutado; 
    int byteInicial; 
    int bitInicial; 
    int matrixNum; 
 
    Block8 Knew={0x00,0x00,0x00,0x00,0x00,0x00,0x00,0x00}; 
     
    for(i7=0;i7<8;i7++){ 
        for(i=2;i<8;i++){ 
            bitPermutado = 0; 
            fila = (i7*8+i)/8; 
            while(fila/8 >0){ 
                fila = fila - 8; 
            } 
            columna = i-2; 
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            bitPermutado = bitPermutado | ((B.k[i7]>>(7-i))&0x01); 
            matrixNum = PC2[i7*6+columna]-1; 
            byteInicial = matrixNum/7; 
            bitInicial = matrixNum%7; 
            Knew[byteInicial] = Knew[byteInicial] | ((bitPermutado)<<(6-bitInicial)); 
        } 
    } 
     
    for(i7=0;i7<8;i7++){ 
        B.k[i7] = Knew[i7]; 
    } 
    for(i=0;i<4;i++){ 
        B.c[i] = B.k[i]; 
        B.d[i] = B.k[i+4]; 
    } 
    return B; 
} 
 
/* Rotación de C1 y D1 para sacar K0. */ 
/* C y D tienen ambas 28 bits (56 en total). */ 
void SpinTheCDKeyAndCreateK0(KeyBlocks B) { 
    int i; 
     
    for(i=0;i<4;i++){ 
        B.c[i] = B.k[i]; 
        B.d[i] = B.k[i+4]; 
    } 
     
    uchar bitc = (B.c[3]&0x01) << 6; 
    uchar bitd = (B.d[3]&0x01) << 6; 
    uchar bit2; 
    for(i=3;i>0;i--){ 
        bit2 = (B.c[i-1]&0x01) << 6; 
        B.c[i] = (((B.c[i]&0x7e)>>1) | bit2); 
    } 
    B.c[0] =  (((B.c[0]&0x7e)>>1) | bitc); 
     
    for(i=3;i>0;i--){ 
        bit2 = (B.d[i-1]&0x01) << 6; 
        B.d[i] = (((B.d[i]&0x7e)>>1 ) | bit2); 
    } 
    B.d[0] =  (((B.d[0]&0x7e)>>1) | bitd); 
     
    for(i=0;i<4;i++){ 
        B.k[i] = B.c[i]; 
        B.k[i+4] = B.d[i]; 
    } 
 
} 
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/* Creación de la clave inicial a partir de K0*/ 
 
void KeyPermut1Inversion(KeyBlocks B){ 
    int i7 = 0; 
    int i = 0; 
    int fila; 
    int columna; 
    int bitPermutado; 
    int byteInicial; 
    int bitInicial; 
    int matrixNum; 
     
    Block8 Knew={0x00,0x00,0x00,0x00,0x00,0x00,0x00,0x00}; 
     
    for(i7=0;i7<8;i7++){ 
        for(i=1;i<8;i++){ 
            bitPermutado = 0; 
            fila = (i7*8+i)/8; 
            while(fila/8 >0){ 
                fila = fila - 8; 
            } 
            columna = i-1; 
            bitPermutado = bitPermutado | ((B.k[fila]>>(7-i))&0x01); 
            matrixNum = PC1[i7*7+columna]-1; 
            byteInicial = matrixNum/8; 
            bitInicial = matrixNum%8; 
            Knew[byteInicial] = Knew[byteInicial] | (bitPermutado<<(7-bitInicial)); 
        } 
    } 
     
    for(i7=0;i7<8;i7++){ 
        B.k[i7] = Knew[i7]; 
    } 
} 
 
A.2. Implementación del CPA en Matlab 
A.2.1. Ataque lateral y conexión con el microcontrolador y osciloscopio 
% 0 – Apertura y configuración del puerto. Carga de la matriz de texto plano 
 cuantas=100; 
  
s=serial('COM4');  fopen(s); 
set(s,'BaudRate',1200); 
set(s,'FlowControl','none'); 
set(s,'Parity','none'); 
set(s,'DataBits',8); 
set(s,'StopBit',1); 
  
s 
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M = readmatrix('plaintexts.txt'); % M = Matriz de texto plano.  
  
% *********************************************** % 
  
% 1- Primero se envía el carácter  'c' (centinela para avisar que empiece la lectura cada 10 
encriptaciones). Apertura consecuente de un bucle para leer las filas de la matriz y envío cada una de 
esas columnas de esa fila (son los distintos mensajes permutados) 
dummy = readtrace(); 
pause(.2); 
  
T0 = zeros([cuantas length(dummy)]); 
  
tic; 
  
for row=1:cuantas % loop de cada fila 
    disp(['Texto plano numero ' num2str(row) ' de ' num2str(cuantas)]); 
  
    fwrite(s,99); %Adicción del centinela 'c' para empezar 
    pause(.05); 
     
    rep=fscanf(s); 
  
    if str2num(regexprep(rep,'[^0-9]*',''))~=12345678 
        disp('========== ERROR (c) =========='); 
        pause(10); 
        parate; 
    end 
     
    for column=1:8 
        valor=M(row,column); 
        fwrite(s,valor); 
        pause(.05); 
         
        rep=fscanf(s); 
  
        if str2num(regexprep(rep,'[^0-9]*',''))~=valor 
            disp(['========== ERROR (valor=' num2str(valor) ', i=' num2str(column) ') ==========']); 
            pause(10); 
            parate; 
        end 
    end 
     
    Nmean=10; 
    tmp=zeros(Nmean,length(dummy)); 
     
    for j=1:Nmean 
        tmp(j,:)=readtrace(); 
        pause(.05); 
    end 
     
    T=mean(tmp,1); 
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    T0(row,:) = T; 
  
end 
  
disp(['He hecho ' num2str(cuantas) 'trazas con average de ' num2str(Nmean)]); 
toc 
  
disp('Guardando...'); 
save('-ascii','sbox9999-bueno-part1.txt','T0'); 
fclose(s); 
  
A.2.2. Pesos de Hamming 
function result=HW(n) 
  
result=sum(str2num(dec2bin(n)')); 
A.2.3. Correlation power analysis 
clear; 
fichero='MensajesPermutados.txt';  
ficheroClave='clave.txt'; 
tic 
M=load(fichero); 
K1 = load(ficheroClave); %Contraseña 
numSbox = 7; %(1) 
M1= zeros([100 64]); %Matriz de ceros a rellenar con el XOR 
  
for row = 1:size(M,1) 
    for column = 1:64 
        a = K1(column); 
        b = M(row,numSbox+1); % Sólo se mira el byte correspondiente al carácter de la contraseña a 
estudiar 
        M1(row,column) = bitxor(a,b); 
    end 
end % M1 es ya la matriz XOR(K1,E), que será en un futuro la matriz MODELO DE CONSUMO 
  
ficheroSi =['s' num2str(numSbox)  '.txt']; 
Si = load(ficheroSi); 
  
M2 = zeros([100 64]); %Matriz de ceros a rellenar con la iteración en la Sbox correspondiente 
  
for row = 1:size(M2,1) 
    for column = 1:size(M2,2) 
        fila = (bitshift(bitand(M1(row,column),32),-4)+bitand(M1(row,column),1))+1; 
        columna = (bitand(bitshift(M1(row,column),-1),15))+1; 
        M2(row,column) = Si(fila,columna); 
    end 
end % M2 es nuestra matriz MODELO DE CONSUMO previa al Hamming Weight 
  
M3 = zeros([100 64]); % Matriz de ceros a rellenar con los pesos de Hamming 
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for row = 1:size(M3,1) 
    for column = 1:size(M3,2) 
        M3(row,column) = HW(M2(row,column)); 
    end 
end % M3 es ya nuestra matriz MODELO DE CONSUMO 
         
ficheroMatrizDeTrazas = ['sbox' num2str(numSbox + 1) '-bueno-part1.txt'];  
T=load(ficheroMatrizDeTrazas); 
  
M4 = zeros([64 50000]); 
  
for columnT = 1:50000 
    for columnM3 = 1:64 
        R=corrcoef(T(:,columnT),M3(:,columnM3)); 
        M4(columnM3,columnT)=abs(R(1,2)); 
    end 
end %M4 es la matriz de correlaciones. 
  
[max_num, max_idx]=max(M4(:)); 
[X,Y]=ind2sub(size(M4),max_idx); 
plot(M4(:,Y)); 
toc 
 
