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Общая технология построения бизнес-правил при реинжиниринге  
программных legacy-систем. 
Статья продолжает тему реинжиниринга программных legacy-систем. В предыдущих публикациях описаны алгоритмы реше-
ния возникающих проблем при выполнении реинжиниринга программных legacy-систем. В данной статье изложен ряд про-
блем, с которыми аналитики сталкиваются на стадии комплексного выполнения работ по реинжинирингу упомянутых систем. 
Рассмотрены вопросы методического характера, описаны конкретные алгоритмы и предложена общая методология автоматиза-
ции построения бизнес-правил, посредством которых осуществляется модификация программных legacy-систем. 
The article continues the subject of reengineering of software legacy-systems. The algorithms of solving the arising problems at the im-
plementation of reengineering of software legacy-systems are described in the previous articles. A number of problems that the analysts 
should solve at a stage of the complex performance of  the works on reengineering of the mentioned systems are stated in the present 
article. The  problems of  the methodical nature are considered, the concrete algorithms are described and the general methodology of 
constructing the business-rules is suggested by means of which the modification of software legacy-systems is performed. 
Стаття продовжує тему реінжиніринга програмних legacy-систем. У попередніх публікаціях описано алгоритми вирішення 
проблем, які виникають при виконанні реінжиніринга програмних legacy-систем. В даній статті викладено деякі проблеми, які 
трапляються на стадії комплексного виконання робіт з реінжинірингу згаданих систем. Розглянуто питання методичного ха-
рактеру, описано конкретні алгоритми і запропоновано загальну методологію автоматизації побудови бізнес-правил, за якими 
здійснюється модифікація програмних legacy-систем. 
 
Введение. В данной статье авторы продолжа-
ют рассматривать вопросы реинжиниринга про-
граммных legacy-систем, начало чему положе-
но в статьях [1–4], где изложен ряд проблем, с 
решением которых аналитики сталкиваются в 
процессе выполнения работ по реинжинирингу 
программных legacy-систем. Рассмотрены от-
дельные вопросы методического характера, 
описаны конкретные алгоритмы и предложена 
методология автоматизации построения биз-
нес-правил (БП), посредством которых осуще-
ствляется модификация программных legacy-
систем. 
Перечисленные вопросы рассматриваются с 
точки зрения их комплексного технологического 
взаимодействия. Предложена общая техноло-
гия построения БП в виде взаимосвязанных 
средств автоматизации построения БП (САПБП) 
для выполнения реинжиниринга программных 
legacy-систем. САПБП представляют собой ин-
терактивную систему, составными частями ко-
торой являются программные средства, пред-
назначенные для автоматизированной обработ-
ки отдельных шагов технологического процес-
са реинжиниринга, выполнение которых в со-
четании с методическими и методологически-
ми правилами и указаниями приводит к эффек-
тивной модификации legacy-систем. На этом 
этапе последние рассматриваются как единый 
комплекс программных модулей в сочетании с 
потоками данных, посредством которых осу-
ществляется обмен бизнес-объектами между 
компонентами модифицируемого программно-
го комплекса. В связи с этим рассмотрены во-
просы передачи бизнес-объектов между моду-
лями системы через внешние файлы как глав-
ной составляющей компоненты при отображе-
нии проблемной области в программное пред-
ставление. Описаны принципы настройки при-
меняемых в САПБП парсеров на грамматики 
языков программирования, использованные в 
модулях legacy-систем. Это позволяет расши-
рить диапазон применения САПБП и провести 
стандартизацию и унификацию средств авто-
матизации для использования их в различных 
проблемных областях. 
Постановка задачи 
Предлагаемая задача – разработка методов и 
средств автоматизации построения БП с уче-
том их комплексного взаимодействия для мо-
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делирования программных legacy-систем. На-
писание БП обусловлено необходимостью пред-
ставления упомянутых программных систем в 
виде комбинаций БП и их сочетаний. Цель та-
кого представления – поиск путей и методов 
модификации программной системы исходя из 
новых требований к ней и применяемым тех-
нологиям. Выполнение такого представления 
ручным способом – занятие довольно трудо-
емкое. Поэтому целесообразно создание средств 
автоматизации процессов, выполняемых на ста-
дии моделирования анализируемых програм-
мных legacy-систем. Средства автоматизации на 
этом этапе должны предусматривать прежде все-
го формирование моделей выходных програм-
мных продуктов. В настоящее время можно оп-
ределить два пути решения данной проблемы, 
а именно: использование механизма дескрип-
торов и построение матрицы связей между БП. 
Использование механизма дескрипторов. 
Если каждому БП поставить в соответствие 
специальный дескриптор, который в предикат-
ной формализации описывает отношения меж-
ду бизнес-терминами, входящими в БП, то воз-
никает возможность построения конструктора 
моделей анализируемых модулей из сформи-
рованных БП. Конструктор, анализируя бизнес-
термины дескрипторов на наследование и ба-
зируясь на дереве внутримодульных вызовов, 
сформированного на стадии Preprocessing [2], 
определяет условия и порядок выполнения БП, 
создавая модель выходного программного про-
дукта. Если при анализе бизнес-терминов и ус-
ловий перехода возникает неопределенность, 
конструктор выдает соответствующее сообще-
ние с указанием шага создания модели, на ко-
тором эта неопределенность возникла. Анали-
тик как лицо, принимающее решение, сообща-
ет конструктору свой выбор, с учетом которо-
го конструктор продолжает построение моде-
ли. При этом аналитик имеет возможность про-
следить, насколько удачно его решение и, при 
необходимости, осуществить возврат и изме-
нить выбор. 
Построение матрицы связей БП. Каждо-
му БП ставится в соответствие строка специ-
альной матрицы связывания БП, куда заносят-
ся ссылки на все БП, с которыми связанно дан-
ное БП, а также условия этих связей. Эти связи 
и их условия определяются из дерева внутри-
модульных вызовов, сформированного на ста-
дии Preprocessing [4]. В этом случае модель вы-
ходного программного продукта создается в 
процессе последовательного обхода матрицы в 
интерактивном режиме по аналогии со случа-
ем использования дескрипторов. 
Описанные подходы позволяют в интерак-
тивном режиме выполнять построение и тести-
рование модели выходного программного про-
дукта. Возврат при моделировании может быть 
многоуровневым, т.е. аналитику предоставля-
ется возможность вернуться не только к бли-
жайшему, но и к более раннему диалогу и да-
же к коррекции БП. Это позволяет проверить 
различные пути формирования модели выход-
ного программного продукта и выбрать наибо-
лее приемлемый к реализации. Анализ построен-
ных моделей выходных программных продук-
тов дает возможность определиться с архитек-
турой создаваемой программной системы, в ко-
торой учитываются новые требования к систе-
ме и особенности применяемых технологичес-
ких и информационных платформ. 
Информационные связи между рабочими 
таблицами на стадии Preprocessing 
На рис. 1 приведена схема информационных 
связей между рабочими таблицами парсеров 
САПБП, описанных в [1–4]. Предполагается, 
что анализируемая система включает в себя n 
модулей, поэтому строится n таблиц перемен-
ных модулей (ТПМ), принимаемых аргументов 
(ТПА), передаваемых параметров (ТПП) и имен 
наследования (ТИН). Исходя из n ТИН, строится 
одна для всей системы таблица межмодульных 
связей (ТМС) и таблица определения порож-
дений (ТОП), а исходя непосредственно из n 
ТПМ, строится таблица вызываемых модулей 
(ТВМ) по алгоритмам, описанным в [1–4]. ТИН 
для каждого модуля системы строится на базе 
таблицы переменных этого модуля с использо-
ванием таблицы передаваемых параметров и 
таблицы принимаемых аргументов этого мо-
дуля. В таком порядке определяется хроно-
логическая последовательность построения и 
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использования рабочих таблиц парсерами в 
САПБП. 
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Рис. 1. Схема информационных связей между рабочими таб-
лицами парсеров САПБП при выполнении операций на 
стадии Preprocessing 
Определение имен бизнес-объектов, пере-
даваемых между модулями через файлы 
Программный модуль шага задания, имя ко-
торого указано в операторе EXEC, может ис-
пользовать входные, выходные или промежу-
точные наборы данных. Последние могут соз-
даваться в этом пункте задания, либо в преды-
дущих пунктах того же задания, или другими 
заданиями. Все используемые программным мо-
дулем наборы данных должны быть описаны в 
этом модуле, а в задании описываются опера-
торами DD. 
Соответствие между набором данных, ис-
пользуемым в программе, и оператором DD, 
описывающим этот набор, устанавливается при 
помощи имени оператора DD (dd-имя). В про-
грамме на языке Assembler это имя указывает-
ся в операнде DDNAME макрокоманды DCB. В 
программах на языках высокого уровня dd-име-
на наборов данных задаются в статье описания 
файлов. Имена операторов DD в задании соот-
ветствуют dd-именам наборов данных в про-
грамме. Правила этого соответствия устанав-
ливаются соглашениями, связывающими язы-
ковые понятия конкретного языка с dd-имена-
ми наборов данных в языке управления зада-
ниями. Для разных языков программирования 
эти соглашения различны. 
Операторы ввода-вывода языка программи-
рования FORTRAN содержат условные номера 
наборов данных, называемые ссылочными но-
мерами наборов данных. Эти номера включа-
ются в dd-имена и записываются в форме 
FTxxFyyy, где xx – ссылочный номер набора 
данных в операторе ввода-вывода, yyy – по-
рядковый номер набора данных, используемый 
для индивидуализации dd-имен, имеющих один 
и тот же ссылочный номер. 
В языке COBOL в разделе ENVIRONMENT 
DIVISION утверждение SELECT содержит имя 
файла, а утверждение ASSIGN – внешнее имя. 
Эти же имена указываются в задании в качестве 
dd-имен соответствующих им наборов данных. 
Имена файлов исходной программы на язы-
ке PL/1 связываются с dd-именами соответст-
вующих им наборов данных при помощи оп-
ции TITLE утверждения OPEN. Если утвер-
ждение OPEN не содержит этой опции, то 
компилятор образует dd-имя из первых восьми 
литер имени файла. Такое же dd-имя записы-
вается в задании. 
Для программ на языке RPG наборы данных 
создаются для всех файлов, определённых в 
бланке описания файлов. Их dd-имена должны 
совпадать с именами файлов на бланке. 
Хотя для разных языков программирования 
соглашения соответствия имен операторов DD в 
задании и dd-имен наборов данных в програм-
ме различны, существует общий подход к ус-
тановлению этого соответствия. Рассмотрим его 
на примере языка программирования COBOL. 
В разделе оборудования в параграфе FILE-
CONTROL утверждение SELECT указывает имя 
файла, обрабатываемого в программе. Каждо-
му файлу, указанному в утверждении SELECT, 
соответствует статья описания файла (FD) или 
статья описания сортируемого файла (SD). В 
этом же параграфе с помощью утверждения 
ASSIGN описывается назначение файлу внеш-
него носителя, представленного в виде сис-
темного имени следующей структуры: 
SYSnnn-(класс_устройства)-(шифр_устрой-
ства)-(организация_файла)-(имя_файла). 
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Для рассматриваемой проблемы интерес 
представляет только имя файла, которое явля-
ется словом длиной от одной до восьми литер, 
указывающее внешнее имя, под которым файл 
известен системе. Отметим, что имя файла в 
системном имени может отсутствовать. 
Имя файла, указанное в утверждении SELECT 
и в статье описания файла (логическое имя 
файла), совпадает с именем соответствующего 
ему DD-оператора в задании на языке JCL, а 
имя файла из системного имени утверждения 
ASSIGN (физическое имя файла) совпадает со 
значением параметра DSNAME этого DD-опе-
ратора, представленного в виде простого име-
ни. Значение параметра DSNAME (сокр. DSN) 
определяет имя набора данных и называется 
ds-именем (data set name) и может быть про-
стым или составным. Простое имя состоит не 
более чем из восьми букв и цифр и начинается 
с буквы. Составное – из простых имен, разде-
ленных точками. Оно не может иметь более  
44 знаков, включая точки. 
При указании раздела библиотеки в DD-опе-
раторе ds-имя имеет следующий вид: 
DSNAME = имя библиотеки(имя раздела). 
Перед именем временного набора данных 
(последовательного или библиотечного) запи-
сываются знаки && или &. Отсутствие пара-
метра DSNAME в DD-операторе также означа-
ет, что набор данных временный. 
В связи с тем, что для решения задач выяв-
ления бизнес-терминов, нас не будут интере-
совать временные (создаваемые и уничтожае-
мые в пределах задания) наборы данных, а из 
библиотечных наборов данных – конкретные 
наборы данных, то получим следующий алго-
ритм установления соответствия между логи-
ческими и физическими именами файлов: 
 если в программе приведены утверждения 
SELECT и ASSIGN, а также указано имя файла 
в системном имени в утверждении ASSIGN, то 
физическое имя файла из утверждения ASSIGN 
и логическое имя файла из утверждения SELECT 
заносятся в таблицу имен файлов. Первым в 
строку этой таблицы записывается физическое 
имя файла, а далее следуют все логические име-
на, под которыми этот файл фигурирует в про-
грамме; 
 если имя файла не указано в системном 
имени в утверждении ASSIGN программного 
модуля, то физическое имя файла выбирается 
из параметра DSNAME в DD-операторе, имя 
которого соответствует имени файла, указан-
ного в утверждении SELECT; 
 если в программе отсутствуют утвержде-
ния SELECT и ASSIGN, то логическое имя фай-
ла берется из статьи описания файла (FD) или 
из оператора OPEN. По этому имени в задании 
на языке JCL отыскивается оператор DD с ана-
логичным именем, в котором физическое имя 
файла определяется, как значение параметра 
DSNAME. 
Если значением параметра DSNAME есть 
ссылка, т.е. представлена в одной из форм: 
*.имя-DD, *.имя-пункта.имя-DD, *.имя-
пункта.имя-процедуры.имя-DD, 
то физическое имя файла используется как зна-
чение параметра DSNAME, взятое из DD-опе-
ратора, на который сделана ссылка. 
Определим три постулата передачи данных 
через файлы между модулями, настолько оче-
видными, что не требуют математического до-
казательства. 
Постулат 1. О передаче данных файла F1 от 
модуля M1 к модулю M2 можно говорить толь-
ко в том случае, когда хронологически модуль 
M2 выполняется после модуля M1, и при этом 
файл F1 в модуле M1 – выходной или обнов-
ляемой, а в модуле M2 – входной. 
Постулат 2. Модули M1 и M2 должны од-
новременно принадлежать одному из маршру-
тов дерева вызова программ, т.е. на дереве вы-
зова должен существовать маршрут выполне-
ния программ, включающий в себя модули M1 
и M2. 
Постулат 3. Пересечение множества A вы-
водимых данных в файл F1 в модуле M1 и мно-
жества B вводимых данных из файла F1 в мо-
дуле M2, не должно быть пустым: 
A  B  . 
Именно проверку этих условий необходимо 
выполнить для окончательного установления 
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факта передачи данных через файлы между 
двумя модулями. 
Подводя итоги, определим следующие эта-
пы и очередность установления соответствия 
между логическими и физическими именами 
файлов в анализируемой системе: 
В процессе анализа программных модулей 
системы для каждого модуля строится таблица 
имен файлов, в которую помещаются все име-
ющиеся в анализируемом программном моду-
ле сведения о физических и логических име-
нах, используемых в данном модуле. В постро-
енных на этом этапе таблицах имен файлов, как 
правило, не для всех логических имен файлов 
будут определены их физические имена. До-
полняться таблицы имен файлов физическими 
их именами будут на этапе анализа заданий на 
языке JCL, соответствующим этим програм-
мным модулям, по описанному в [3] алгоритму. 
Анализируя информацию из уже заполнен-
ных таблиц имен файлов для всех программ-
ных модулей legacy-системы, определяются име-
на бизнес-объектов, передаваемых между мо-
дулями на уровне файлов. 
Настройка САПБП на язык программи-
рования анализируемого модуля 
Описанная технологическая схема автомати-
зации формирования БП предполагает настрой-
ку на ряд грамматических конструкций, отно-
сящихся к языкам программирования анализи-
руемых модулей, отмеченных при описании опе-
раций автоматизации. Значения параметров на-
стройки помещаются в специальный набор на-
стройки на входную грамматику (ННГ), со-
стоящий из разделов, относящихся к конкрет-
ным языкам программирования. На сколько 
языков программирования настроена САПБП, 
столько и будет разделов в наборе настройки 
на входную грамматику. 
Разделы набора настройки на входную грам-
матику в свою очередь содержат секции на-
стройки парсеров системы на описанные грам-
матические конструкции входного языка про-
граммирования. 
Формирование разделов набора настройки 
на входную грамматику при настройке САПБП 
на работу с конкретным языком программиро-
вания выполняются в следующей последова-
тельности: 
 в первую секцию формируемого раздела 
набора настройки на входную грамматику запи-
сывается ключевое слово LANG для указания 
входного языка программирования, после кото-
рого помещается имя входного языка програм-
мирования. Например, запись LANG FORTRAN 
обозначает, что данный раздел содержит инфор-
мацию для настройки системы на входной язык 
программирования FORTRAN. При выполнении 
начальной настройки САПБП по расширению 
имени входного модуля определяет название 
входного языка программирования. После это-
го управляющая программа САПБП находит в 
наборе настройки на входную грамматику раз-
дел, содержащий признак LANG со стоящим по-
сле него именем входного языка программиро-
вания. Этот раздел помещается в системную таб-
лицу настройки на грамматику (ТНГ) входного 
языка программирования, из которой парсеры 
системы будут извлекать информацию для на-
стройки на грамматические конструкции теку-
щего входного языка программирования модуля; 
 в секцию формируемого раздела набора на-
стройки на входную грамматику записывается 
признак определения лексем обращения к про-
граммам в виде CALL, после чего перечисляются 
все ключевые слова, используемые для иденти-
фикации операций обращения к программным 
модулям во входном языке программирования. 
Например, для языка COBOL рассматриваемые 
параметры настройки будут иметь такой вид: 
CALL CALL, а для языка Assembler – соответ-
ственно CALL CALL, FETCH, из чего следует, 
что в языке COBOL парсер построения дерева 
вызова модулей во входной строке будет ис-
кать только лексемы CALL, а в языке Assembler – 
лексемы CALL и FETCH. Следовательно, парсер 
построения дерева вызова модулей в ТНГ будет 
искать признак определения лексем обращения 
к программам, т.е. лексему CALL, после чего в 
свою таблицу настройки (ТН) поместит ключе-
вые слова идентификации операций обраще-
ния к программным модулям, взятые из ТНГ; 
 в набор настройки на входную грамматику 
записывается признак определения лексем пе-
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редачи данных между модулями в виде PASS, 
после чего перечисляются все ключевые слова, 
используемые для идентификации операций пе-
редачи данных анализируемому модулю. На-
пример, для языка COBOL рассматриваемые па-
раметры настройки будут иметь такой вид: PASS 
LINKAGE SECTION CURRENT-DATE, TIME-OF-
DAYCOM-REG. Следовательно, парсер опреде-
ления межмодульных связей в ТНГ будет ис-
кать признак определения лексем передачи дан-
ных, т.е. лексему PASS, после чего в свою таб-
лицу настройки поместит ключевые слова иден-
тификации операций передачи данных между 
модулями, взятые из таблицы настройки на 
грамматику; 
 в набор настройки на входную грамматику 
записывается признак определения лексем пере-
сылки-присвоения между переменными в мо-
дуле в виде MOVE, после чего перечисляются 
все ключевые слова, используемые для иденти-
фикации операций пересылки-присвоения. На-
пример, для языка COBOL рассматриваемые па-
раметры настройки будут иметь такой вид: MO-
VE MOVE. Значит, парсер отслеживания связей 
наследования между переменными будет ис-
кать в ТН на грамматику признак определения 
лексем пересылки-присвоения данных, т.е. лек-
сему MOVE, после чего в свою ТН поместит 
ключевые слова идентификации операций пере-
сылки-присвоения данных между переменны-
ми, взятые из ТН на грамматику; 
 в набор настройки на входную грамматику 
записывается признак определения лексем, вы-
полняющих функции операторных скобок для 
внутримодульных императивных программных 
блоков в модуле в виде слова BLOCK, после 
чего перечисляются все ключевые слова, ис-
пользуемые для идентификации операторных 
скобок. Например, для языка COBOL рассмат-
риваемые параметры настройки будут иметь 
такой вид: BLOCK PERFORM, EXIT, GO TO, а 
для языка FORTRAN – соответственно BLOCK 
SUBROUTINE, FUNCTION, RETURNSTOP. Сле-
довательно, парсер выделения программных 
блоков в ТН на грамматику будет искать при-
знак определения лексем операторных скобок 
для внутримодульных императивных програм-
мных блоков, т.е. лексему BLOCK, после чего 
в свою ТН поместит ключевые слова иденти-
фикации операторных скобок, взятые из ТН на 
грамматику; 
 в набор настройки на входную грамматику 
записывается признак определения завершения 
вложения SQL в виде слова SQL, после чего пе-
речисляются все ключевые слова, используемые 
для идентификации завершения вложения SQL 
в данный язык программирования. Таким обра-
зом, парсеры определения межмодульных свя-
зей и отслеживания связей наследования в ТН 
на грамматику будут искать признак определе-
ния указателя слова завершения вложения SQL, 
т.е. лексему SQL, после чего в свою ТН поместит 
ключевые слова идентификации завершения вло-
жения SQL в данный язык программирования, 
взятые из таблицы настройки на грамматику; 
 в таблицу расширений имен исходных мо-
дулей (РИМ), для каждого входного языка про-
граммирования записываются все возможные 
расширения имен, которые встречаются для дан-
ного языка программирования. 
В табл. 1 приведена структура раздела набо-
ра настройки на входную грамматику, перечис-
лены секции раздела и указаны их назначения. 
Набор настройки на входную грамматику за-
полняется системным администратором (систем-
ным аналитиком), который вносит для каждого 
входного языка программирования, с которым 
предполагается работа САПБП, всю описанную 
информацию, необходимую для настройки пар-
серов САПБП. 
В табл. 2 приведен пример заполнения секций 
для раздела языка программирования COBOL. 
Так же заполняются секции для каждого языка 
программирования, на которые настраивается 
САПБП. 
Начиная работу, САПБП по расширению 
имени файла, содержащего модуль исходной 
программы, из таблицы РИМ определяет язык 
программирования, на котором написан вход-
ной модуль. Затем, из набора настройки на вход-
ную грамматику читает раздел, соответствую-
щий языку программирования входного моду-
ля, и выполняет настройку всех парсеров на 
этот язык программирования. 
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Т а б л и ц а  1 
Имя 
секции 
ННГ 
Назначение 
секции Комментарии 
LANG Указатель 
входного языка 
программиро-
вания 
Помещается имя входного языка 
программирования 
CALL Указатель лек-
сем обращения 
к программам 
Перечисляются все ключевые слова, 
используемые для идентификации 
операций обращения к программным 
модулям во входном языке програм-
мирования 
PASS Указатель лек-
сем передачи 
данных между 
модулями 
Перечисляются все ключевые слова, 
используемые для идентификации 
операций передачи данных между 
модулями 
MOVE Указатель лек-
сем пересылки-
присвоения 
между пере-
менными 
Перечисляются все ключевые слова, 
используемые для идентификации 
операций пересылки-присвоения 
между переменными 
BLOCK Указатель лек-
сем идентифи-
кации опера-
торных скобок 
Перечисляются все ключевые слова, 
используемые для идентификации 
операторных скобок 
SQL Указатель сло-
ва завершения 
вложения SQL 
Перечисляются все ключевые слова, 
используемые для идентификации 
завершения вложения SQL в данный 
язык программирования 
 
Т а б л и ц а  2 
Ключевые слова Имя секции 
ННГ 1 2 3 4  N 
LANG COBOL      
CALL CALL      
PASS LINKAGE 
SECTION 
CURRENT-
DATE 
TIME-OF-
DAY 
COM-
REG 
  
MOVE MOVE      
BLOCK PERFORM EXIT GO TO    
SQL END-EXEC      
 
Таблица РИМ предварительно заполняется 
системным администратором (системным ана-
литиком), который заносит для каждого вход-
ного языка программирования все возможные 
расширения имен, встречающиеся для данного 
языка программирования. Пример заполнения 
строки таблицы РИМ для языка COBOL и 
Assembler приведен в табл. 3. 
Т а б л и ц а  3 
Расширение файлов Язык програм-
мирования 1 2  N 
COBOL cbl cob   
Assembler asm    
В случае, когда исходный модуль содержит 
встроенные фрагменты программ, написанные 
на другом языке программирования, то их рас-
познавание и пометка происходят на этапе син-
таксического анализа. В процессе работы управ-
ляющая программа САПБП по расставленным 
меткам встроенных фрагментов программ вы-
полняет переключение на встроенный язык про-
граммирования и извлекает из набора настрой-
ки на входную грамматику соответствующий 
раздел, по данным из которого осуществляет на-
стройку парсеров на обработку встроенного язы-
ка программирования. По окончании обработ-
ки встроенной части программы САПБП воз-
вращает настройку парсеров системы на охва-
тывающий язык программирования и продол-
жает обработку модуля исходной программы. 
При этом все описанные рабочие таблицы яв-
ляются общими как для охватывающей части 
обрабатываемого модуля, так и для встроенных 
частей программы. 
На рис. 2 показана описанная схема настрой-
ки САПБП на грамматику текущего входного 
языка программирования. 
  
РИМ 
 
 
Расширение имени 
исходного модуля
 
Раздел ННГ 
 
ТНГ 
 
ТН парсеров 
 
Рис. 2. Схема настройки САПБП на грамматику языка про-
граммирования 
Результаты 
С целью упорядочения и регламентации ра-
боты с логическими переменными, используе-
мыми в БП как выражение различных условий, 
проведена их классификация и выделены сле-
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дующие типы используемых логических пере-
менных: 
контекстные – логические переменные, не 
требующие начальной инициализации; 
объявляемые – логические переменные, для 
которых необходима установка начального 
значения; 
первичные – логические переменные на-
чальной активизации БП; 
дополнительные – логические переменные с 
функциями установки дополнительных усло-
вий активизации БП; 
– для описания всех программных процессов 
и исходя из выбранной концепции построения 
БП необходимо выделение трёх типов БП: 
статические – для описания линейных и 
простых процессов ветвления; 
полустатические – для описания различно-
го рода вложенных процессов действия и про-
стых циклических процессов; 
динамические – для описания вложенных 
процессов ветвления и вложенных цикличе-
ских процессов; 
– предложен механизм фиксирования и от-
слеживания состояния логических переменных 
с целью организации последовательности вы-
зова БП, для чего определены правила и мето-
ды построения статических и динамических 
векторов состояния для текущего отслеживания 
условий выполнения БП и предложена мето-
дика построения матрицы условий запуска БП, 
используемой с одной стороны, – как карта 
контроля при написании БП, а с другой – как 
механизм определения момента активизации 
БП в процессе функционирования БП; 
– определены условия корректного построе-
ния комплекса БП и принята методика их про-
верки; 
– разработан механизм отслеживания насле-
дования бизнес-объектов для всей legacy-сис-
темы в целом с учетом построения цепочек на-
следования для вложенной формы SQL с це-
лью общесистемного расширения таблиц на-
следования модулей; 
– предложена методика разбора JCL-заданий, 
обработка значений параметров, задаваемых в 
операторах шагов задания и для задания в це-
лом, с целью определения схемы функциони-
рования legacy-системы в зависимости от воз-
никающих текущих условий и ситуаций; 
– разработаны типовые алгоритмы хроноло-
гизации вызова модулей legacy-системы, опре-
деления межмодульных связей и отслеживания 
связей наследования между переменными в мас-
штабах шагов задания и для всего задания; 
– определены методики и алгоритмы автома-
тизации выявления паттернов в модулях legacy-
систем для решения проблемы обобщения и 
унификации создаваемых БП, а также их клас-
сификации в рамках конкретной legacy-сис-
темы или для ряда схожих систем; 
– предложены методики построения специ-
альных структурированных хранилищ БП (ре-
позитории), а также инструментального интер-
фейса для работы с репозиториями как в автома-
тизированном, так и в интерактивном режимах; 
– разработана общая технология построения 
БП в виде взаимосвязанных средств автомати-
зации построения БП (САПБП) для выполнения 
реинжиниринга программных legacy-систем; 
– определены принципы настройки применя-
емых в САПБП парсеров на грамматики язы-
ков программирования модулей legacy-систем, 
что позволяет расширить диапазон применения 
САПБП и провести стандартизацию и унифи-
кацию применения средств автоматизации для 
использования их в различных проблемных 
областях. 
Заключение. Целью авторов было комплекс-
ное исследование возможности применения БП 
определенного вида для описания всех основных 
программных процессов, а также разработка ос-
новных методических концепций и средств ав-
томатизации для написания БП. 
Если принять предлагаемую концепцию по-
строения БП, то некоторые затронутые проб-
лемы могут стать предметом отдельного иссле-
дования, в результате которого появятся ком-
мерческие приложения, не имеющие прямого 
отношения к вопросам БП, но решаемые подоб-
ными методами. Например, механизм постро-
ения динамических векторов как результат воз-
действия поступающих управляющих сигналов 
с интерпретацией их как программных пере-
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ключателей может быть использован при раз-
работке компактного программного обеспече-
ния для микроконтроллеров или других подоб-
ных устройств. Собственно САПБП может стать 
основой при разработке различного рода про-
граммных систем для автоматизации работ по 
выполнению миграции одних систем програм-
мирования в другие или для стыкования про-
граммных систем разного технологического 
уровня. 
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