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O projeto de sistemas embarcados cr´ıticos exige o uso de metodologias adequadas,
visto que falhas no sistema podem causar danos catastro´ficos. Neste contexto se enqua-
dra o projeto Topcased, o qual propo˜e uma se´rie de ferramentas capazes de suportar
a verificac¸a˜o formal de propriedades. A linguagem AADL tem um papel fundamental
neste processo, pois sua utilizac¸a˜o permite o emprego da transformac¸a˜o de modelos
e a aplicac¸a˜o da verificac¸a˜o formal de propriedades. Entretanto, a especificac¸a˜o das
propriedades de verificac¸a˜o e a ana´lise dos seus resultados sa˜o ainda to´picos em aberto.
Esta dissertac¸a˜o visa suprir esta careˆncia propondo um assistente para especificac¸a˜o de
propriedades de verificac¸a˜o na linguagem AADL e uma interface para a visualizac¸a˜o
dos resultados de verificac¸a˜o, juntamente com um simulador de contraexemplos. O as-
sistente constru´ıdo classifica as propriedades em padro˜es pre´-definidos, utilizando uma
linguagem natural ao usua´rio. Para validar as ferramentas desenvolvidas realizou-se
um estudo de caso, o qual consistiu da especificac¸a˜o e verificac¸a˜o de propriedades de
um sistema de marcapasso. Desta forma, este trabalho contribui com a melhoria da
cadeia de verificac¸a˜o da linguagem AADL no escopo do projeto Topcased.
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The design of critical embedded systems requires appropriate methodologies, because
a failure can cause catastrophic damage. In this context arises the Topcased project,
which proposes a toolset to support model-verification. The AADL language plays
a key role in this process, since it allows to perform model transformations and the
application of formal properties verification. However, the specification of properties
verification and analysis of its results are still not implemented in this verification
process. Thus, this work aims to fill this gap by proposing a assistant for specifying
properties. The assistant classifies the properties into predefined patterns, using a
natural language to the user. These patterns are then processed in logical formulas,
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Os sistemas embarcados cr´ıticos sa˜o sistemas onde uma falha excede muito os seus
benef´ıcios, podendo causar danos ao sistema ou aos usua´rios. Estas poss´ıveis falhas sa˜o
consideradas catastro´ficas [18]. Sa˜o exemplos dispositivos de marcapasso, sistemas avioˆnicos,
sistemas de controle de plantas nucleares.
Alguns destes sistemas, principalmente os de grande porte, apresentam uma elevada
complexidade de entendimento e ana´lise. Logo, para estes projetos, sa˜o deseja´veis metodo-
logias e ferramentas que permitam a representac¸a˜o clara e precisa de seus elementos, como
tambe´m a garantia de seguranc¸a, no sentido de safety [22], em seu desenvolvimento.
Neste contexto, surge a linguagem AADL [19] (Architecture Analysis and Design Lan-
guage), que possibilita representar, ale´m da arquitetura, o comportamento de um sistema,
permitindo que seja feita uma se´rie de ana´lises, como requisitos de seguranc¸a, escalonabili-
dade e alocac¸a˜o de recursos por exemplo. E´ uma linguagem de alto n´ıvel que visa estabelecer
padro˜es para descrever a arquitetura de hardware e software de um sistema.
Esta linguagem e´ utilizada por empresas no setor automobil´ıstico e, principalmente, ae-
rona´utico, assim como por empresas e universidades que participam do projeto Topcased [43]
(Toolkit in OPen-source for Critical Application & SystEms Development). Topcased consiste
em um projeto internacional formado pela unia˜o de empresas e universidades pertencentes ao
polo franceˆs Aerospace Valley, contando tambe´m com a participac¸a˜o do Departamento de Au-
tomac¸a˜o e Sistemas da UFSC. O objetivo do Topcased e´ a criac¸a˜o de me´todos e ferramentas
de co´digo aberto (open-source) para o desenvolvimento de sistemas cr´ıticos embarcados [6].
Sua proposta e´ acompanhar todo o ciclo de projeto destes sistemas, promovendo a diminuic¸a˜o
de custos e economia de tempo de projeto.
Um dos focos do projeto Topcased e´ a verificac¸a˜o formal de propriedades, especialmente
para os sistemas cr´ıticos, que assegura que o sistema esta´ sendo constru´ıdo corretamente,
antes da fase de implementac¸a˜o e testes. A verificac¸a˜o procura varrer todas as possibilidades
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de execuc¸a˜o do modelo de um sistema, buscando os estados em que uma dada propriedade e´
falsa. Estas propriedades, por sua vez, representam os requisitos do sistema, como seguranc¸a
ou exclusa˜o mu´tua de um recurso, por exemplo, e devem ser satisfeitas para o seu correto
funcionamento.
Com este objetivo, o Topcased desenvolveu um conjunto de ferramentas para compor
uma cadeia de verificac¸a˜o para algumas linguagens de alto n´ıvel [5], dentre as quais pode ser
citada a AADL. Aplicando te´cnicas de Model Driven Engineering (MDE) [40], o modelo de
um sistema, que e´ especificado primeiramente em uma destas linguagens de alto n´ıvel, como
AADL, e´ transformado em uma representac¸a˜o matema´tica formal para ser confrontado com
as suas propriedades no processo de verificac¸a˜o.
1.1 Motivac¸a˜o
A exemplo do que ocorre com o emprego da verificac¸a˜o formal de uma forma geral, o
mapeamento dos requisitos do sistema em propriedades de verificac¸a˜o, usando AADL, ainda
e´ um to´pico em aberto [10]. Isto porque a especificac¸a˜o destas propriedades geralmente e´ feita
utilizando-se fo´rmulas lo´gicas, ou grafos de comportamento. Em linhas gerais, a especificac¸a˜o
de propriedades exige do projetista o conhecimento de conceitos que excedem o domı´nio de
uma linguagem de modelagem como AADL.
Outro ponto que carece maior atenc¸a˜o na cadeia de verificac¸a˜o do projeto Topcased
e´ a ana´lise dos resultados de verificac¸a˜o. A interpretac¸a˜o destes resultados e´ essencial para
constatar quais sa˜o as propriedades satisfeitas em um sistema e, para aquelas na˜o satisfeitas,
identificar no sistema as suas falhas.
Esta dissertac¸a˜o, que se encontra no escopo do projeto Topcased, desenvolve uma
proposta para a especificac¸a˜o de propriedades de verificac¸a˜o na linguagem AADL e tambe´m
uma alternativa para a visualizac¸a˜o dos resultados da verificac¸a˜o e dos contraexemplos.
No desenvolvimento deste trabalho, e´ constru´ıda uma ferramenta, tendo por inspirac¸a˜o
alguns trabalhos [17] [15], que classifica as fo´rmulas lo´gicas em padro˜es de propriedades de
verificac¸a˜o, facilitando a especificac¸a˜o destas propriedades do ponto de vista do usua´rio.
1.2 Objetivos
O objetivo principal desta dissertac¸a˜o e´ contribuir com o processo de verificac¸a˜o de
modelos AADL, facilitando a especificac¸a˜o das propriedades desejadas em um sistema, ale´m
de proporcionar a apresentac¸a˜o e simulac¸a˜o dos resultados de verificac¸a˜o.
1.3. Organizac¸a˜o do Documento 3
Este objetivo pode ser desmembrado em duas partes. Em primeiro lugar, deve-se
desenvolver uma alternativa para a especificac¸a˜o de propriedades em alto n´ıvel, permitindo
que sejam especificadas propriedades utilizando-se uma linguagem mais natural ao usua´rio,
na˜o exigindo, desta forma, o conhecimento pre´vio de formalismos lo´gicos.
Em um segundo momento, deve-se aplicar esta alternativa na verificac¸a˜o de modelos
AADL, integrando-o a` cadeia de verificac¸a˜o do projeto Topcased, criando ainda ferramen-
tas para apresentar os resultados do processo de verificac¸a˜o, possibilitando sua ana´lise e
simulac¸a˜o.
A figura 1.1 ilustra as interfaces constru´ıdas, destacando a especificac¸a˜o de proprie-
dades e a visualizac¸a˜o e ana´lise dos resultados de verificac¸a˜o, que permitem a simulac¸a˜o de
contraexemplos em modelos AADL.
Figura 1.1: Contribuic¸o˜es nesta dissertac¸a˜o.
1.3 Organizac¸a˜o do Documento
Esta dissertac¸a˜o esta´ dividida em outros cinco cap´ıtulos, estruturados como explicado
a seguir. O cap´ıtulo 2 trata da especificac¸a˜o e verificac¸a˜o formal de propriedades; o cap´ıtulo
3 descreve a linguagem AADL; o cap´ıtulo 4 apresenta a proposta desta dissertac¸a˜o para a
especificac¸a˜o de propriedades e a ana´lise dos resultados de verificac¸a˜o em modelos AADL,
detalhando as ferramentas desenvolvidas; o cap´ıtulo 5 detalha o estudo de caso realizado com
as ferramentas, ale´m de compara´-las a outras propostas similares; e, para finalizar, o cap´ıtulo
6 apresenta as concluso˜es e perspectivas futuras deste trabalho.
O cap´ıtulo 2 apresenta, inicialmente, os princ´ıpios teo´ricos que alicerc¸am o desenvol-
vimento desta dissertac¸a˜o, detalhando a verificac¸a˜o lo´gica de propriedades de modelos. E´
apresentado tambe´m, neste cap´ıtulo, o ambiente de verificac¸a˜o do projeto Topcased ao qual
este trabalho se integra.
O cap´ıtulo 3 detalha as construc¸o˜es da linguagem AADL e a forma de especificar um
sistema com essa linguagem. Alguns trabalhos relacionados referentes a` verificac¸a˜o formal
de propriedades de modelos em AADL sa˜o tambe´m apresentados neste cap´ıtulo, bem como
a maneira com que AADL se integra ao ambiente de verificac¸a˜o ao qual este trabalho se
integra.
4 1. Introduc¸a˜o
No cap´ıtulo 4 sa˜o detalhadas todas as ferramentas desenvolvidas nesta dissertac¸a˜o,
citando um auxiliar para especificac¸a˜o de propriedades de verificac¸a˜o, o sistema de padro˜es
de propriedades utilizado e as ferramentas para ana´lise e simulac¸a˜o dos resultados.
Um estudo de caso e´ apresentado no cap´ıtulo 5, validando e demonstrando a utilizac¸a˜o
de todos os recursos e facilidades disponibilizados pelas ferramentas desenvolvidas, concer-
nentes tanto a` especificac¸a˜o e verificac¸a˜o de propriedades, como tambe´m a` ana´lise e simulac¸a˜o
dos resultados desta. Este cap´ıtulo tambe´m se dispo˜e a apresentar uma comparac¸a˜o entre
as funcionalidades dispostas nas ferramentas desenvolvidas e nas ferramentas apresentadas
como trabalhos relacionados.
Concluindo esta dissertac¸a˜o, o cap´ıtulo 6 expo˜e quais sa˜o os resultados e contribuic¸o˜es
alcanc¸ados por este trabalho, apresentando as possibilidades para trabalhos futuros que po-
dem enriquecer ainda mais a modelagem e verificac¸a˜o de sistemas em AADL.
Cap´ıtulo 2
Verificac¸a˜o Formal de Propriedades
Neste cap´ıtulo e´ tratada a verificac¸a˜o formal de propriedades e as diferentes te´cnicas
existentes. Primeiramente e´ necessa´rio fazer a distinc¸a˜o entre a verificac¸a˜o e a validac¸a˜o de
sistemas. Segundo Roussel [34], a validac¸a˜o determina se o modelo concorda com o propo´sito
do projetista e a verificac¸a˜o determina se a semaˆntica de um sistema e´ correta, ou seja, se
ele atende a certas propriedades. De uma maneira mais simples, de acordo com Boehm
[7], pode-se afirmar que a validac¸a˜o assegura que o sistema correto esta´ sendo constru´ıdo,
enquanto que a verificac¸a˜o assegura que o sistema esta´ sendo constru´ıdo corretamente. Como
te´cnicas para validac¸a˜o podem ser citadas a simulac¸a˜o e testes, de acordo com Clarke [13],
que permitem que se observe se o sistema atende a determinada funcionalidade. Entretanto,
em modelos com elevado nu´mero de elementos, se torna impratica´vel atingir todos os estados
de execuc¸a˜o em uma simulac¸a˜o ou teste. Assim surge a verificac¸a˜o de modelos, que procura
varrer todas as possibilidades de execuc¸a˜o do modelo de um sistema.
A verificac¸a˜o de modelos, de agora em diante referenciada apenas como verificac¸a˜o, e´
um conjunto de te´cnicas que permitem confrontar e comparar a descric¸a˜o operacional de um
sistema com suas especificac¸o˜es (ou propriedades esperadas). Fazem parte da verificac¸a˜o a
descric¸a˜o comportamental do sistema, a descric¸a˜o das propriedades esperadas e o procedi-
mento de decisa˜o, que verifica se o sistema satisfaz as propriedades esperadas. Sa˜o duas as
categorias de verificac¸a˜o: a verificac¸a˜o comportamental e a verificac¸a˜o lo´gica.
O procedimento da verificac¸a˜o comportamental [29] faz uso de dois elementos ba´sicos,
cada um na forma de um grafo representando um sistema de transic¸a˜o: a descric¸a˜o operacional
do sistema e a descric¸a˜o das propriedades esperadas. O procedimento de decisa˜o se baseia
em conceitos de relac¸o˜es de equivaleˆncia e consiste em buscar a equivaleˆncia entre os dois
grafos de comportamento e, em caso positivo, a propriedade esperada e´ considerada como
verdadeira.
No caso da verificac¸a˜o lo´gica as propriedades esperadas sa˜o representadas na forma de
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fo´rmulas lo´gicas utilizando a lo´gica temporal e a descric¸a˜o operacional do sistema e´ repre-
sentada na forma de um grafo. O procedimento de decisa˜o utilizado pela verificac¸a˜o lo´gica,
conhecido como model checking [13], consiste em uma busca a todos os estados de execuc¸a˜o
do modelo, para determinar se uma dada especificac¸a˜o e´ verdadeira ou na˜o.
Existem va´rias ferramentas que desempenham a verificac¸a˜o formal de modelos. Um
exemplo conhecido de ferramenta que emprega a verificac¸a˜o comportamental e´ o CADP [21].
Algumas ferramentas conhecidas que utilizam a verificac¸a˜o lo´gica sa˜o Uppaal [2], NuSMV
[12], MRMC [25] e SELT [3], a utilizada nesta dissertac¸a˜o. Na pro´xima sec¸a˜o, a verificac¸a˜o
lo´gica sera´ detalhada, por ser o foco desta dissertac¸a˜o.
2.1 Verificac¸a˜o Lo´gica
O processo de decisa˜o utilizado na verificac¸a˜o lo´gica e´ o model checking. Segundo
Clarke [13], este procedimento consiste em varrer todo o espac¸o de estados de um modelo
para buscar se uma dada propriedade e´ verdadeira ou na˜o. No caso de ser encontrado um
estado que torne a propriedade falsa, e´ gerado um contraexemplo. Este procedimento pode
ser realizado automaticamente por meio de um algoritmo. As fo´rmulas lo´gicas referentes a`s
propriedades de verificac¸a˜o utilizadas sa˜o especificadas de acordo com a lo´gica temporal.
2.1.1 Lo´gica Temporal
A motivac¸a˜o para desenvolver a lo´gica temporal e´ que a lo´gica de primeira ordem,
utilizada pela lo´gica de predicados [41], na˜o permite que seja utilizada a noc¸a˜o de precedeˆncia
de estados no tempo. A lo´gica temporal foi desenvolvida especificamente para representac¸o˜es
e racioc´ınios que envolvem a noc¸a˜o de ordem no tempo. Na verificac¸a˜o, a lo´gica temporal
serve para especificar formalmente propriedades relacionadas com a execuc¸a˜o de um sistema.
A lo´gica temporal faz uso de proposic¸o˜es atoˆmicas para declarar uma afirmac¸a˜o sobre um
estado. Uma proposic¸a˜o pode ter o seu valor verdadeiro, ou falso em determinado estado.
Na lo´gica temporal existem dois tipos de operadores: lo´gicos e temporais. Ale´m destes
operadores existem os quantificadores de caminho que permitem quantificar sobre o conjunto
de execuc¸o˜es.
2.1.2 Operadores Lo´gicos
A lo´gica temporal se utiliza da lo´gica proposicional, que e´ a composic¸a˜o de proposic¸o˜es
e operadores lo´gicos. Os operadores lo´gicos sa˜o:
• Constantes: true e false
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• Negac¸a˜o: ¬








Q e´ verdadeira quando as proposic¸o˜es P ou Q forem verdadeiras.
• Implicac¸a˜o: ⇒
A fo´rmula P ⇒ Q e´ verdadeira quando se a proposic¸a˜o P for verdadeira a proposic¸a˜o
Q deve ser verdadeira.
• Dupla Implicac¸a˜o: ⇐⇒
A fo´rmula P ⇐⇒ Q e´ verdadeira quando as proposic¸o˜es P e Q forem ambas
verdadeiras ou ambas falsas.
2.1.3 Operadores Temporais
Permitem construir expresso˜es relacionadas ao sequenciamento dos estados ao longo de
uma execuc¸a˜o e na˜o apenas aos estados individualmente. Os operadores temporais sa˜o:
• X (Next), tambe´m denotado como: ©
A fo´rmula X P e´ verdadeira quando a proposic¸a˜o P e´ verdadeira no pro´ximo estado
de execuc¸a˜o.
• F (Future), tambe´m denotado como: ♦
A fo´rmula F P e´ verdadeira quando a proposic¸a˜o P e´ verdadeira em algum estado
no futuro.
• G (Globally), tambe´m denotado como: 
A fo´rmula G P e´ verdadeira quando a proposic¸a˜o P e´ verdadeira em todos os
estados de execuc¸a˜o.
• U (Until)
A fo´rmula P U Q e´ verdadeira quando a proposic¸a˜o P e´ verdadeira ate´ o momento
em que a proposic¸a˜o Q se torne verdadeira.
• W (Weak Until)
A fo´rmula P W Q e´ verdadeira quando a proposic¸a˜o P e´ verdadeira enquanto a
proposic¸a˜o Q na˜o for verdadeira.
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• R (Release)
A fo´rmula P R Q e´ verdadeira se sempre que a proposic¸a˜o Q for falsa a proposic¸a˜o
P e´ verdadeira no estado imediatamente anterior.
2.1.4 Quantificadores de Caminho
Os quantificadores de caminho sa˜o:
• A (All)
Percorre todos os caminhos de execuc¸a˜o do modelo.
• E (Exist)
Procura por, ao menos, um caminho de execuc¸a˜o do modelo.
2.1.5 A Semaˆntica da Lo´gica Temporal
A Lo´gica Temporal se utiliza de modelos chamados Estruturas de Kripke. Estes modelos
podem ser entendidos como autoˆmatos que conteˆm todos os estados alcanc¸a´veis do sistema.
Um autoˆmato pode ser visto como:
A = {Q,T, q0, l} com T ⊆ Q×Q (2.1)
Onde Q sa˜o os estados do sistema, T sa˜o as transic¸o˜es entre os estados, q0 e´ o conjunto
de estados iniciais e l e´ a func¸a˜o label, que associa a cada estado q ∈ Q o conjunto l(q) de
proposic¸o˜es atoˆmicas que sa˜o va´lidas em q. As propriedades do sistema sa˜o representadas
por meio de fo´rmulas lo´gicas Φ. Para uma dada fo´rmula Φ ser verdadeira tem-se a seguinte
equac¸a˜o:
A, σ, i |= Φ (2.2)
Esta equac¸a˜o expressa que em um dado tempo i da execuc¸a˜o σ no autoˆmato A, a
fo´rmula Φ e´ verdadeira.
2.1.6 As Lo´gicas Temporais LTL, CTL e CTL*
A Linear Temporal Logic (LTL) [33] e a Computation Tree Logic (CTL) [14] sa˜o as duas
lo´gicas temporais mais usadas em model checking. Podem ser vistas como um fragmento da
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lo´gica temporal CTL*. A lo´gica CTL* permite combinar proposic¸o˜es, operadores lo´gicos,
operadores temporais e quantificadores de caminho. A lo´gica LTL e´ obtida de CTL* ao
desconsiderar os quantificadores de caminho A e E. LTL lida apenas com o conjunto de
execuc¸o˜es e na˜o com a maneira como elas esta˜o organizadas em uma a´rvore. No caso da
lo´gica CTL, os quantificadores de caminho sa˜o permitidos, mas os operadores temporais (X,
F, G) devem estar imediatamente dentro do escopo destes quantificadores. A expressividade
de CTL e´ limitada pela necessidade de sempre quantificar sobre as possibilidades futuras.
2.1.7 Especificac¸a˜o de Propriedades em Lo´gica Temporal
De acordo com a literatura [9][26], podem ser destacados alguns tipos de propriedades
como os mais utilizados na verificac¸a˜o de sistemas.
• Propriedades de Alcanc¸abilidade
Expressa que alguma situac¸a˜o particular pode ser atingida, como por exemplo,
atingir um certo estado a partir de algum ponto, ou enta˜o atingir novamente o estado
inicial. A lo´gica CTL permite expressar a alcanc¸abilidade com a fo´rmula EFP, expres-
sando que existe uma execuc¸a˜o tal que no futuro a proposic¸a˜o P sera´ verdadeira. A
lo´gica LTL permite apenas expressar a na˜o alcanc¸abilidade.
CTL: EFP (Existe um caminho em que no futuro a proposic¸a˜o P e´ verdadeira.)
LTL: G¬P (A proposic¸a˜o P nunca e´ verdadeira.)
• Propriedades de Seguranc¸a
Expressa que, sob certas condic¸o˜es, algo nunca ocorrera´.
CTL: AG¬unsafe (A proposic¸a˜o unsafe nunca podera´ ser verdadeira.)
LTL: G¬(P1∧P2) (As proposic¸o˜es P1 e P2 nunca sa˜o verdadeiras simulta-
neamente.)
• Propriedades de Vivacidade
Expressa que, sob certas condic¸o˜es, algo devera´ ocorrer.
CTL: AG(request⇒ Freceive) (Uma solicitac¸a˜o e´ sempre atendida.)
LTL: G(I ⇒ FP ) (Uma vez que a proposic¸a˜o I e´ verdadeira sempre implica
que a proposic¸a˜o P se torne verdadeira em algum momento.)
• Propriedade Livre de Bloqueio
Expressa que o sistema nunca pode chegar em uma situac¸a˜o em que nenhum pro-
gresso e´ poss´ıvel.
10 2. Verificac¸a˜o Formal de Propriedades
CTL: AGEXtrue (Para todo estado alcanc¸a´vel, existira´ um estado imediata-
mente sucessor.)
LTL: G(Xfalse⇒ terminal) (Quando na˜o existir um pro´ximo estado, signi-
fica que foi atingido um estado terminal do modelo.)
• Propriedade de Justic¸a
Expressa que, sob certas condic¸o˜es, algo ocorrera´, ou na˜o ocorrera´, infinitamente
muitas vezes.
CTL: (Para poder representar com essa lo´gica se faz necessa´rio impor restric¸o˜es
ao modelo – fairness constraints [22].)
LTL: GFP (A proposic¸a˜o P pode ser atingida infinitas vezes.)
2.2 Ferramenta de model-checking SELT
SELT (State/Event LTL model-checker) e´ uma poderosa ferramenta para verificac¸a˜o
formal de propriedades que faz parte do toolbox TINA 1 [3] e e´ empregada no projeto Topcased
[43]. Este conjunto de ferramentas foi desenvolvido pelo laborato´rio franceˆs LAAS com o
propo´sito de criac¸a˜o, edic¸a˜o e ana´lise de Redes de Petri, Redes de Petri Temporais e Sistemas
de Transic¸a˜o Temporizados (TTS), sendo que seu processo de model-checking e´ baseado na
verificac¸a˜o lo´gica.
As entradas para o model-checker SELT sa˜o as estruturas de Kripke, que representam
o sistema com um formalismo matema´tico, e as fo´rmulas lo´gicas no formato LTL, represen-
tando as propriedades que se desejam verificar. As estruturas de Kripke sa˜o o resultado da
compilac¸a˜o do modelo do sistema representado como um sistema TTS.
Estruturas de Kripke normalmente sa˜o conhecidas como sistemas de transic¸a˜o na˜o
rotulados; sa˜o grafos direcionados que representam todos os estados alcanc¸a´veis do modelo.
De acordo com as definic¸o˜es em [11], os sistemas TTS podem ser considerados como Redes de
Petri Temporais estendidas com dados, ou seja, sistemas de transic¸a˜o de estados com acesso
a varia´veis.
As fo´rmulas aceitas pelo SELT sa˜o escritas com uma linguagem LTL estendida com
algumas constantes. Suas primitivas sa˜o constitu´ıdas pelos seguintes elementos:
• Constantes:
T (true), F (false)
dead (propriedade de deadlock)
div (propriedade de divergeˆncia temporal)
1www.laas.fr/tina
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• Prefixos:
G – always (representado como [])
F – eventually (representado como <>)
X – next (representado como ())
¬ negation (representado como -)
• Infixos:
U – until
R – release (representado como V)
=> (implica)
<=> (equivalente)∧
– conjunc¸a˜o (representado como /\)∨
– disjunc¸a˜o (representado como \/)
<=, >=, = (menor ou igual, maior ou igual, igual)
+ (soma)
* (multiplicac¸a˜o)
Alguns exemplos de fo´rmulas lo´gicas aceitas pelo SELT juntamente com sua semaˆntica:
• [](A =><> B)




Os resultados do processo de verificac¸a˜o que sa˜o gerados pelo SELT podem ser guar-
dados em um arquivo de texto. Neste arquivo consta o resultado de cada propriedade e,
no caso de alguma fo´rmula ser verificada como falsa, consta tambe´m o contraexemplo que a
torna falsa. Este contraexemplo, por sua vez, pode ser carregado e analisado no simulador
do TINA para que se observe um o caminho de execuc¸a˜o que torna a propriedade falsa.
2.2.1 Exemplo de Funcionamento da Ferramenta
Exemplificando o funcionamento da ferramenta, na figura 2.1 apresenta-se o modelo
do protocolo token-ring, um exemplo cla´ssico da literatura [42] onde e´ feito o controle de
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uma sec¸a˜o cr´ıtica por meio de um token. Neste exemplo, o sistema e´ modelado com treˆs
estac¸o˜es; cada estac¸a˜o somente pode acessar a sec¸a˜o cr´ıtica depois de fazer a requisic¸a˜o pelo
token e depois que este for devidamente recebido. O modelo e´ feito em Redes de Petri com a
ferramenta TINA e verificado com o SELT. Neste exemplo sa˜o utilizadas treˆs fo´rmulas lo´gicas
como propriedades de verificac¸a˜o:
• Exclusa˜o mu´tua: []− ((cs 1/\cs 2)\/(cs 2/\cs 3)\/(cs 1/\cs 3));
VERDADEIRO (E´ sempre falso que a sec¸a˜o cr´ıtica seja acessada por duas ou mais
estac¸o˜es simultaneamente.)
• Garantia no atendimento das requisic¸o˜es: []((wait 1 =><> cs 1)\/(wait 2 =><>
cs 2)\/(wait 3 =><> cs 3));
VERDADEIRO (Toda estac¸a˜o que faz o pedido do token entra em sec¸a˜o cr´ıtica no
futuro.)
• Estac¸a˜o 3 sempre entra em sec¸a˜o cr´ıtica: [](token 3 =><> cs 3);
FALSO (Qualquer estac¸a˜o somente pode entrar em sec¸a˜o cr´ıtica se fizer o pedido.)
Figura 2.1: Protocolo token ring modelado em Redes de Petri e analisado com o SELT.
O resultado da terceira propriedade e´ gerado juntamente com o seu contraexemplo que
e´ carregado no simulador apresentando qual e´ estado de execuc¸a˜o que torna a propriedade
falsa, como mostra a figura 2.1. Por meio deste contraexemplo pode-se observar uma situac¸a˜o
em que a estac¸a˜o 3 se encontra no estado idle (significa que na˜o fez o pedido) e acaba por




Este cap´ıtulo apresentou algumas te´cnicas de verificac¸a˜o, com uma eˆnfase maior na
abordagem lo´gica que e´ o foco deste trabalho. Nesta abordagem e´ empregada a lo´gica tem-
poral, cuja definic¸a˜o e´ propriamente apresentada, como tambe´m alguns exemplos de definic¸a˜o
de propriedades.
Por fim, e´ apresentada a ferramenta de verificac¸a˜o SELT desenvolvida no projeto Top-
cased e que sera´ empregada neste trabalho.
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Cap´ıtulo 3
A Linguagem AADL e a Verificac¸a˜o
de Propriedades
Este cap´ıtulo apresenta a linguagem AADL, empregada no projeto Topcased para a
modelagem de sistemas embarcados cr´ıticos, e as ferramentas utilizadas no Topcased para
verificac¸a˜o de modelos AADL, ale´m de apresentar a linguagem BLESS, uma alternativa
para assegurar o correto funcionamento de modelos AADL, e o projeto COMPASS para
modelagem, validac¸a˜o e verificac¸a˜o de modelos AADL.
Segundo Luckham [28], a arquitetura de um sistema pode ser entendida como sua
especificac¸a˜o, onde se identificam seus componentes e suas interac¸o˜es, por meio de interfaces,
conexo˜es e restric¸o˜es. Ha´ aproximadamente duas de´cadas comec¸aram-se a pensar formas
para representac¸a˜o formal de arquitetura de sistemas por meio de linguagens computacionais.
Nesse contexto inicia-se o desenvolvimento das linguagens de descric¸a˜o de arquitetura (ADL).
Sa˜o linguagens de alto n´ıvel que visam estabelecer padro˜es para descrever a arquitetura de
hardware e software de um sistema.
Por meio das ADLs e´ poss´ıvel reduzir tempo e custo de projeto, pois modelar a arqui-
tetura de um sistema com uma linguagem de alto n´ıvel significa representar linhas de co´digo
por componentes gra´ficos. Este tipo de linguagem e´ focado na estrutura do sistema, sem se
importar propriamente com detalhes de implementac¸a˜o do co´digo.
Conforme Medvidovic [30], uma ADL deve ser capaz de modelar os componentes do
sistema, suas conexo˜es e configurac¸o˜es:
• Componentes
Podem ser entendidos como unidades do sistema (de hardware ou de software).
Cada componente possui a sua pro´pria interface para comunicac¸a˜o com os outros com-
ponentes do sistema. Os componentes podem conter outros componentes, formando
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assim a hierarquia do sistema. Conforme a ADL escolhida, e´ poss´ıvel que se descreva o
comportamento interno dos componentes.
• Conectores
Sa˜o elementos caracter´ısticos das ADLs, que providenciam as ligac¸o˜es entre as
interfaces dos componentes.
• Configurac¸o˜es
Consistem em interfaces e conexo˜es entre os componentes de um sistema, represen-
tando a estrutura da arquitetura.
Outra vantagem de se descrever um sistema utilizando uma ADL e´ que estas lingua-
gens permitem a ana´lise de algumas caracter´ısticas do sistema, como sua escalonabilidade por
exemplo, ainda em fase de projeto. Ale´m disso, o desenvolvimento baseado em arquitetura
permite que seja empregada a Engenharia Dirigida a Modelos (MDE) [40], que desempenha
a transformac¸a˜o de modelos de alto n´ıvel em modelos com outros n´ıveis de abstrac¸a˜o, permi-
tindo aplicar te´cnicas de validac¸a˜o e verificac¸a˜o formal de propriedades, ale´m de gerac¸a˜o do
co´digo para posterior implementac¸a˜o.
AADL [19] [35] (Architecture Analysis and Design Language) e´ uma linguagem de
descric¸a˜o de arquitetura que tem como foco a descric¸a˜o formal de sistemas embarcados e de
tempo real. Sua criac¸a˜o e´ inspirada em uma linguagem de descric¸a˜o de arquitetura chamada
MetaH, que foi desenvolvida pela Honeywell, de onde foram derivados alguns conceitos como
os componentes de software e de hardware e que tem sido aplicada em sistemas da aviac¸a˜o,
robo´tica, automobil´ısticos. Inicialmente foi denominada Avionics Architecture Description
Language e aprovada por companhias aeroespaciais. Posteriormente, apo´s o interesse de
outros grupos de pesquisa e empresas europeias, seu nome foi alterado para Architecture
Analysis and Design Language, pois a linguagem permite o desenvolvimento de sistemas em
geral, e na˜o somente os aeroespaciais. No ano de 2004 o comiteˆ formado pela SAE (Society
of Automotive Engineers) publicou o documento de definic¸a˜o da linguagem, que foi aprovado
por 23 organizac¸o˜es dos EUA e Europa.
3.1 Detalhamento da Linguagem AADL
A linguagem de modelagem AADL tem como objetivo descrever a arquitetura de soft-
ware e a arquitetura da plataforma de execuc¸a˜o (hardware) de sistemas cr´ıticos de tempo
real. Um modelo AADL pode ser destinado a` ana´lise de suas propriedades e a posterior
gerac¸a˜o de co´digo para a devida implementac¸a˜o em hardware.
A definic¸a˜o da linguagem conte´m um formato padronizado XML, baseado no seu meta-
modelo, que objetiva facilitar a transformac¸a˜o de modelos e a integrac¸a˜o das ferramentas de
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suporte, conte´m tambe´m a linguagem gra´fica e a textual, como apresentado na figura 3.1.
Dessa forma, AADL tem se tornado uma linguagem importante para estudo e aplicac¸a˜o devido
a`s facilidades proporcionadas pela transformac¸a˜o de modelos que se utiliza da Engenharia
Dirigida a Modelos (MDE).
Figura 3.1: Definic¸a˜o da linguagem AADL.
Um modelo AADL pode ser entendido como um conjunto de componentes em uma or-
ganizac¸a˜o hiera´rquica. Os componentes AADL sa˜o caracterizados por sua identidade (nome),
interface com outros componentes, propriedades, subcomponentes e interac¸o˜es entre estes. Os
componentes podem ainda conter a declarac¸a˜o de fluxos de informac¸o˜es, modos de operac¸a˜o
e podem ser estendidos por meio dos anexos de linguagem. Um componente AADL e´ des-
crito em duas partes: tipo e implementac¸a˜o. A primeira descreve a interface deste elemento
e atributos (como portas de comunicac¸a˜o) e a segunda, a sua estrutura interna (os seus
subcomponentes e conexo˜es entre eles), chamadas de subprogramas, modos de operac¸a˜o,
implementac¸a˜o de fluxos e propriedades.
Os componentes AADL sa˜o divididos em treˆs categorias: os componentes de software
(process, thread, thread group, data e subprogram); os componentes de hardware (processor,
memory, device e bus); e os componentes que da˜o a noc¸a˜o de sistema (system e package).
A interac¸a˜o entre os componentes e´ feita por meio de elementos de interface, que sa˜o
declarados como features de um componente. Estes elementos, pontos de comunicac¸a˜o na
interface de um componente, sa˜o os seguintes: portas, acesso a componentes (acesso a dados,
por exemplo) e chamadas de subprogramas. As portas sa˜o responsa´veis pela transmissa˜o de
dados e eventos, enquanto que os grupos de portas servem para organizar as portas em agru-
pamentos. A declarac¸a˜o de portas e acesso a componentes deve ser direcional, explicitando se
e´ de sa´ıda ou de entrada no caso das portas e, no caso de acesso a componentes, se e´ fornecido
ou requerido. A transmissa˜o de dados atrave´s destes canais de comunicac¸a˜o e atrave´s dos
componentes pode ser explicitamente declarado por meio de fluxos de informac¸a˜o.
O conceito de heranc¸a de componentes pode ser tambe´m aplicado, de forma semelhante
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a`s linguagens de programac¸a˜o com orientac¸a˜o a objetos, onde um componente pode herdar a
especificac¸a˜o de um outro componente, juntamente com suas propriedades e tambe´m estender
novas especificac¸o˜es e propriedades.
A linguagem AADL se utiliza do conceito de modos de operac¸a˜o. Por meio dos modos,
e´ poss´ıvel determinar quais sa˜o os subcomponentes ou elementos de software de um deter-
minado componente que estara˜o habilitados em um determinado instante de execuc¸a˜o. Os
modos podem ser entendidos como uma abstrac¸a˜o da configurac¸a˜o dos componentes e suas
conexo˜es.
Algumas propriedades podem ser atribu´ıdas aos componentes, para acrescentar res-
tric¸o˜es sobre as suas caracter´ısticas e conexo˜es. Estas propriedades dizem respeito a modo
de acesso a dados, caracter´ısticas de conexa˜o, per´ıodo de execuc¸a˜o, deadline. Podem estar
relacionadas aos modos de operac¸a˜o, sendo que em cada modo uma propriedade pode assumir
um valor diferente.
A declarac¸a˜o dos elementos AADL define a arquitetura de um sistema, enquanto que
o seu comportamento deve ser definido por meio de linguagens anexas aos componentes,
como o Anexo Comportamental por exemplo. As pro´ximas sec¸o˜es detalham os elementos da
linguagem AADL.
3.1.1 Componente de Sistema
Representa um componente que possibilita a integrac¸a˜o entre os demais componentes.
Nesta categoria se enquadra os componente sistema (system). Pode conter a declarac¸a˜o de
outros sistemas, assim como a declarac¸a˜o de componentes de software e de hardware. Sua
representac¸a˜o gra´fica pode ser vista na figura 3.2.
Figura 3.2: Componente de Sistema.
3.1.2 Componentes de Software
Os componentes de software podem ser divididos em cinco categorias: processo, thread,
thread group, data e subprograma. Sua representac¸a˜o gra´fica pode ser vista na figura 3.3.
Nas pro´ximas subsec¸o˜es segue a descric¸a˜o mais detalhada de cada um deles.
Processo (process) Processos podem ser entendidos como um espac¸o de memo´ria virtual,
onde esta˜o contidas estruturas de dados referenciadas por componentes externos e co´digos
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Figura 3.3: Componentes de software.
executa´veis. Um processo na˜o conte´m explicitamente uma thread, mas esta deve ser declarada
para torna´-lo um componente ativo.
Na declarac¸a˜o de um processo sa˜o permitidos treˆs tipos de subcomponentes: thread,
thread group e data. Para os processos e seus subcomponentes, e´ permitida a declarac¸a˜o
de algumas propriedades, como protec¸a˜o de memo´ria, informac¸a˜o sobre co´digo executa´vel e
protocolo de escalonabilidade.
Thread Uma thread e´ uma unidade escalona´vel de execuc¸a˜o sequencial de co´digo fonte. E´
declarada juntamente com suas propriedades de execuc¸a˜o, explicitando, por exemplo, se e´
perio´dica, aperio´dica, seu tempo de execuc¸a˜o, ocupac¸a˜o de memo´ria, entre outros.
O u´nico subcomponente permitido e´ do tipo data, e sa˜o permitidas chamadas a sub-
programas. Um componente do tipo process pode conter uma ou mais threads, e estas podem
ser organizadas em componentes do tipo thread group.
Thread Group Um thread group e´ uma abstrac¸a˜o para organizac¸a˜o de thread, thread group
e data dentro de um processo. Na˜o representam um espac¸o de memo´ria virtual ou uma
unidade de execuc¸a˜o, mas definem uma refereˆncia para mu´ltiplas threads e dados associados.
As propriedades relacionadas a este componente dizem respeito a caracter´ısticas de tempo,
memo´ria e processador. Na˜o possui um papel ativo de execuc¸a˜o como uma thread e na˜o
permite a chamada de subprogramas, mas permite a declarac¸a˜o de fluxo de dados atrave´s de
flows e o controle dos subcomponentes atrave´s dos modos de operac¸a˜o.
Data Um componente deste tipo serve para declarar os tipos de dados que sera˜o utilizados
no modelo de um sistema. A u´nica feature permitida para este elemento sa˜o os subprogramas,
que neste caso podem ser entendidos como um me´todo de acesso aos dados. Seus subcompo-
nentes sa˜o somente data. Como propriedades pode ser declarado o tamanho dos dados ou o
protocolo de acesso.
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Subprograma (subprogram) Este componente representa trechos de co´digo fonte de
execuc¸a˜o sequencial, que podem ser invocados com ou sem paraˆmetros. As chamadas de
subprogramas podem ser feitas de uma thread ou de um outro subprograma. Um subpro-
grama pode representar uma chamada de me´todo para operac¸a˜o com dados, ou chamadas
de procedimentos remotos. Este componente na˜o permite a declarac¸a˜o de subcomponentes.
A declarac¸a˜o de propriedades esta´ relacionada com requisitos e mapeamento de memo´ria e
com chamadas de subprogramas. A interac¸a˜o entre estes componentes e´ realizada por meio
de portas de eventos.
3.1.3 Componentes de Hardware
A linguagem AADL fornece quatro categorias de componentes de plataforma de execuc¸a˜o:
processador (processor), memo´ria (memory), dispositivo externo (device) e bus. Em uma es-
pecificac¸a˜o AADL, os componentes de software devem ser mapeados nos componentes de
hardware, definindo onde o co´digo e´ executado e onde e´ armazenado. Sua representac¸a˜o
gra´fica pode ser vista na figura 3.4. Nas pro´ximas subsec¸o˜es segue a descric¸a˜o mais deta-
lhada de cada uma destas categorias.
Figura 3.4: Componentes de hardware.
Processador (Processor) O processador e´ responsa´vel pelo escalonamento e execuc¸a˜o de
threads. Seu u´nico subcomponente permitido e´ o memory. Suas propriedades relacionadas
dizem respeito a descric¸a˜o de hardware e protocolos de escalonamento e de disparo.
Memo´ria (Memory) Representam componentes de armazenamento para dados e co´digo
executa´vel. Este componente pode representar a memo´ria interna de um processador ou
uma unidade separada de memo´ria que se comunica atrave´s de barramento (bus). Seu u´nico
subcomponente permitido e´ o pro´prio memory, sendo poss´ıvel a modelagem de bancos de
memo´ria. As propriedades esta˜o relacionadas a protocolo de acesso, tamanho de palavra e
tipo de acesso (leitura-escrita).
Dispositivo Externo (Device) Os dispositivos responsa´veis pela comunicac¸a˜o com o am-
biente externo sa˜o representados por este componente. Pode ser visto de treˆs formas diferen-
tes: um componente f´ısico, uma parte do sistema de aplicac¸a˜o ou uma unidade controla´vel
do ambiente. Suas propriedades relacionadas dizem respeito a restric¸o˜es de software, como
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linguagem do co´digo fonte e tamanho de co´digo, e a restric¸o˜es da plataforma de execuc¸a˜o,
como descric¸a˜o do hardware.
Bus Este componente representa o barramento de comunicac¸a˜o entre memo´ria, processador
e dispositivos externos e os protocolos de comunicac¸a˜o associados. Os barramentos podem
ser conectados tambe´m a outros barramentos, permitindo a flexibilidade na comunicac¸a˜o.
Sua u´nica feature permitida e´ o requerimento de acesso a barramento. As propriedades rela-
cionadas sa˜o referentes a caracter´ısticas de transmissa˜o, como protocolos de acesso, tamanho
de mensagem, tempo de transmissa˜o, atraso de propagac¸a˜o, entre outras. Na˜o e´ permitida
a declarac¸a˜o de subcomponentes e o u´nico componente que pode conter sua declarac¸a˜o e´ o
system.
3.1.4 Conexo˜es
A interac¸a˜o entre os componentes AADL e´ feita por meio de pontos de comunicac¸a˜o
que sa˜o os seguintes: portas, grupos de portas, acesso a subcomponentes, chamadas de
subprogramas e conexo˜es de paraˆmetros. Os elementos de interface sa˜o declarados na sec¸a˜o
de features de um componente.
As portas (ports) representam a interface de comunicac¸a˜o para transmissa˜o direcional
de dados, eventos ou ambos, sendo, enta˜o, classificadas como portas de dados (data port),
portas de eventos (event port), ou ainda porta de dados e eventos (event data port). As portas
podem ser agrupadas em grupos de portas. O tempo da comunicac¸a˜o e tempo de amostragem
podem ser tambe´m modelados. A forma gra´fica da declarac¸a˜o dos diferentes tipos de porta
pode ser vista na figura 3.5. Nesta figura esta˜o representadas somente portas de entrada,
entretanto as portas podem ser declaradas como de sa´ıda, ou em ambas as direc¸o˜es.
Figura 3.5: Declarac¸a˜o de portas.
Os grupos de portas (port groups) representam um conjunto de portas ou de outros
grupos de portas. O conteu´do e a estrutura de um grupo de portas e´ completamente declarado
no componente type, na˜o existindo a declarac¸a˜o de implementac¸a˜o para grupos de portas.
Sa˜o utilizados para reduzir o nu´mero de conexo˜es, simplificar a representac¸a˜o gra´fica, agrupar
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portas com as mesmas propriedades, entre outras func¸o˜es. Sua representac¸a˜o gra´fica pode
ser vista na figura 3.6.
Figura 3.6: Declarac¸a˜o de um grupo de portas.
O acesso a subcomponentes de dados (data) e barramento (bus) e´ poss´ıvel grac¸as ao
elemento de interac¸a˜o data access. Sua declarac¸a˜o deve ser direcional, explicitando se o acesso
e´ fornecido ou requerido. As suas propriedades esta˜o relacionadas a controle de concorreˆncia
e modo de leitura. Sua representac¸a˜o gra´fica pode ser vista na figura 3.7.
Figura 3.7: Declarac¸a˜o de acesso a` dados.
As chamadas a subprogramas (subprogram calls) ocorrem em declarac¸o˜es de threads
ou de implementac¸o˜es de subprogramas. As chamadas remotas a subprogramas contidos em
outros processos tambe´m e´ permitida. Suas propriedades relacionadas se referem a condic¸o˜es
para chamadas remotas e ao mapeamento de memo´ria. Sua representac¸a˜o gra´fica pode ser
vista na figura 3.8.
Figura 3.8: Declarac¸a˜o de chamada a subprogramas.
A u´ltima forma de comunicac¸a˜o entre componentes AADL e´ feita por meio de paraˆmetros.
Sa˜o relac¸o˜es de transfereˆncia de dados associadas a chamadas de subprogramas. Representa
o envio e retorno de valores atrave´s de subprogramas. Estas conexo˜es podem ser u´teis para
ana´lise do fluxo de informac¸o˜es, quando utilizada a declarac¸a˜o de fluxos. Sua representac¸a˜o
gra´fica e´ a mesma de chamadas a subprogramas.
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3.1.5 Fluxos
O fluxo de informac¸o˜es atrave´s dos componentes e conexo˜es pode ser declarado expli-
citamente por meio do elemento flow. Este elemento representa uma abstrac¸a˜o do caminho
que sera´ percorrido pelos dados no modelo. Sua completa declarac¸a˜o e´ feita em duas par-
tes, uma contida na declarac¸a˜o do tipo de componente e outra na implementac¸a˜o deste. A
parte contida no tipo do componente declara os elementos de um fluxo, ou seja, sua origem
(source), destino (sink) e caminho (path). A parte contida na implementac¸a˜o descreve todo o
caminho de dados nos subcomponentes contidos em um componente. Este elemento permite




SYSTEM IMPLEMENTATION ControleTemperatura . o the r s
SUBCOMPONENTS
Controlador : SYSTEM Controlador ;
Sensor : DEVICE Sensor ;
Atuador : DEVICE Atuador ;
END ControleTemperatura . o the r s ;
SYSTEM Controlador
FEATURES
Temperatura : IN DATAPORT Temperatura ;
S ina lDeContro le : OUTEVENTDATAPORT Sina lDeContro le ;
flows




Temperatura : OUTDATAPORT Temperatura ;
flows




Sina lDeContro le : IN EVENTDATAPORT Sina lDeContro le ;
flows
f l u x o S i n a l : flow sink Sina lDeContro le ;
END Atuador ;
Listagem 3.1: Declarac¸a˜o de fluxos de informac¸a˜o
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Na figura 3.9 e´ mostrado um exemplo de declarac¸a˜o de um sistema de controle simpli-
ficado. Existe a declarac¸a˜o de dois devices, um sensor que envia os dados para um sistema
controlador e um atuador que recebe os dados de atuac¸a˜o deste sistema. A declarac¸a˜o do
fluxo de informac¸o˜es pode ser observada na listagem 3.1, que e´ a forma textual desta re-
presentac¸a˜o gra´fica. Apo´s a gerac¸a˜o do modelo textual, sa˜o feitas as declarac¸o˜es dos fluxos.
Aqui na˜o sa˜o apresentadas as declarac¸o˜es nos componentes de implementac¸a˜o.
Figura 3.9: Declarac¸a˜o de fluxos.
3.1.6 Modos de Operac¸a˜o
Os modos de operac¸a˜o podem ser entendidos como configurac¸o˜es de componentes, co-
nexo˜es e propriedades. Representam estados diferentes de operac¸a˜o de cada componente.
Ou seja, quando um determinado componente se encontra em um certo modo de operac¸a˜o,
somente algumas das suas configurac¸o˜es (como portas e subcomponentes, por exemplo) esta˜o
ativas e quando este componente passa para outro modo de operac¸a˜o, sa˜o outras as confi-
gurac¸o˜es que sera˜o ativadas. Um poss´ıvel exemplo simples de aplicac¸a˜o, para melhor enten-
dimento, seria deixar de habilitar um certo bota˜o do sistema em um modo de operac¸a˜o, para
que na˜o ocorra uma dada interrupc¸a˜o durante uma parte cr´ıtica da execuc¸a˜o.
system implementation a i r c r a f t . o the r s
subcomponents
tak ingOf f : process tak ingOf f . o the r s in modes ( takeOff , nav igate ) ;
nav igat ing : process nav igat ing . o the r s in modes ( navigate , land ) ;
land ing : process l and ing . o the r s in modes ( land ) ;
connections
event port tak ingOf f . o −> nav igat ing . i in modes ( takeOf f ) ;
event port nav igat ing . o −> l and ing . i in modes ( navigate , land ) ;
modes
takeOf f : i n i t i a l mode ;
nav igate : mode ;
land : mode ;
takeOf f −[ t ak ingOf f . o]−> nav igate ;
nav igate −[ nav iga t ing . o]−> land ;
end a i r c r a f t . o the r s ;
Listagem 3.2: Declarac¸a˜o de modos de operac¸a˜o
3.1. Detalhamento da Linguagem AADL 25
Os modos podem ser usados para estabelecer treˆs diferentes tipos de configurac¸a˜o:
configurac¸o˜es de componentes e conexo˜es ativas, sequencias de chamada varia´veis e por fim
propriedades espec´ıficas de componentes de hardware e de software.
No exemplo da listagem 3.2 pode-se observar a declarac¸a˜o de uma instaˆncia do sistema
aircraft com seus modos de operac¸a˜o: takeOff, navigate e land. Neste exemplo, os modos de
operac¸a˜o definem diferentes configurac¸o˜es do sistema. Quando aircraft se encontra no modo
takeOff o processo landing na˜o esta´ ativo, e quando se encontra no modo land o processo
takingOff na˜o esta´ ativo. Os disparos das transic¸o˜es de modos se da˜o por meio do final de
operac¸a˜o dos processos takingOff e navigating.
3.1.7 Anexo Comportamental
Os componentes apresentados nas sec¸o˜es anteriores servem apenas para descrever a
arquitetura do sistema, no entanto na˜o conseguem definir propriamente seu comportamento.
Para suprir esta necessidade, foi desenvolvido o anexo comportamental que possibilita esten-
der alguns componentes e descrever o seu comportamento [37]. Consiste de um anexo para
a linguagem AADL que pode ser declarado na implementac¸a˜o de componentes. Este anexo
pode ser entendido como um sistema de transic¸a˜o de estados, semelhante aos conhecidos
autoˆmatos, declarando estados do componente e transic¸o˜es com guardas e ac¸o˜es.
O anexo comportamental interage com os elementos do componente em que esta´ inse-
rido, relacionando-se com suas portas, dados e modos. As transic¸o˜es e ac¸o˜es podem acessar
as varia´veis do componente, com a possibilidade de efetuar a atribuic¸a˜o e teste de varia´veis.
Dessa forma e´ poss´ıvel que haja a comunicac¸a˜o entre componentes em um sistema, por meio
da troca de mensagens e de dados. Este anexo possibilita que haja a chamada de sub-
programas no comportamento de um componente, assim como possibilita que se defina o
comportamento de subprogramas.
Os modos de operac¸a˜o de um modelo AADL sa˜o considerados como estados dentro do
anexo. Assim o anexo estende o sistema de modos associando guardas e ac¸o˜es a`s transic¸o˜es
dos modos. Ale´m disso, existe a possibilidade de definir um autoˆmato relativo a um modo
espec´ıfico.
Caracter´ısticas de tempo real podem ser definidas atrave´s de treˆs primitivas: delay
promove a suspensa˜o da execuc¸a˜o do componente durante um dado per´ıodo de tempo, com-
putation especifica um dado tempo de computac¸a˜o e por fim timeout, que pode ser utilizado
com guardas.
Um exemplo de declarac¸a˜o do anexo comportamental pode ser visto na pro´xima sec¸a˜o,
onde e´ declarado um modelo completo em AADL do protocolo token-ring.
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3.1.8 Exemplo de Programa AADL: Modelo do Token Ring
A fim de exemplificar os componentes da linguagem AADL, e´ utilizado o sistema cla´ssico
do protocolo token-ring [42][23]. Foi escolhido um sistema com treˆs estac¸o˜es que acessam uma
sec¸a˜o critica, sendo que este acesso somente e´ permitido pela estac¸a˜o que possuir o token.
A rede, neste caso, e´ tida como um componente a` parte que promove a circulac¸a˜o do token
entre as estac¸o˜es e, conforme a requisic¸a˜o, entrega o token para uma delas.
Figura 3.10: Sistema do token-ring.
O modelo e´ formado por um processo que conte´m quatro threads perio´dicas, uma delas
representa a rede, e as outras treˆs representam as estac¸o˜es. A representac¸a˜o gra´fica destas
quatro threads pode ser vista na figura 3.10.
system TokenRing
end TokenRing ;
system implementation TokenRing . i
subcomponents
p1 : process Process1 . i ;
end TokenRing . i ;
process Process1
end Process1 ;
process implementation Process1 . i
subcomponents
s ta : thread s t a t i o n . i ;
s tb : thread s t a t i o n . i ;
s t c : thread s t a t i o n . i ;
tnet : thread net . i ;
connections
event port tnet . pas s a −> s ta . r e c e i v e ;
event port tnet . pass b −> stb . r e c e i v e ;
event port tnet . pa s s c −> s t c . r e c e i v e ;
event port s ta . pass −> tnet . r e c e i v e a ;
event port stb . pass −> tnet . r e c e i v e b ;
event port s t c . pass −> tnet . r e c e i v e c ;
end Process1 . i ;
Listagem 3.3: Declarac¸a˜o do sistema TokenRing e processo Process1
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O processo conte´m as threads de cada estac¸a˜o (sta, stb e stc) e conte´m a thread da
rede tnet. Na implementac¸a˜o do processo sa˜o feitas as declarac¸o˜es das conexo˜es entre todas
as threads. A declarac¸a˜o textual do sistema e do processo podem ser vistos na listagem 3.3.
Cada uma das estac¸o˜es e´ uma instaˆncia da implementac¸a˜o da thread station, que tem a
mesma estrutura para cada uma delas. A rede, por sua vez, e´ uma instaˆncia da implementac¸a˜o
thread net. As declarac¸o˜es das threads station e net podem ser vistas na listagem 3.4.
thread net
features
r e c e i v e a : in event port ;
r e c e i v e b : in event port ;
r e c e i v e c : in event port ;
pa s s a : out event port ;
pass b : out event port ;
pa s s c : out event port ;
properties
Dispatch Protoco l => Per i od i c ;
end net ;
thread s t a t i o n
features
r e c e i v e : in event port ;
pass : out event port ;
properties
Dispatch Protoco l => Per i od i c ;
end s t a t i o n ;
Listagem 3.4: Declarac¸o˜es das threads net e station
A implementac¸a˜o da thread que representa as esta- c¸o˜es e´ apresentada na listagem
3.5. Consiste de uma thread perio´dica cujo comportamento possui treˆs estados: idle (estac¸a˜o
ociosa), waitt (estac¸a˜o aguarda pelo token) e cs (em sec¸a˜o cr´ıtica). A comunicac¸a˜o entre as
estac¸o˜es e a rede e´ feita por meio de portas de eventos.
thread implementation s t a t i o n . i
properties
Period => 10ms ;
annex behavior specification {∗∗
states
i d l e : i n i t i a l complete state ;
wa i t t : complete state ;
c s : state ;
transitions
i d l e −[]−> waitt ;
wa i t t −[ r e c e i v e ?]−> cs ;
wa i t t −[on r e c e i v e ’ count = 0]−> waitt ;
c s −[]−> i d l e {pass ! ; } ;
∗∗} ;
end s t a t i o n . i ;
Listagem 3.5: Modelo da thread de uma estac¸a˜o token ring
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A thread que implementa a rede e´ modelada com o mesmo per´ıodo das estac¸o˜es. Possui
treˆs estados referentes a` cada estac¸a˜o, sendo no total nove estados. O estado idlei representa
a chegada do token a uma estac¸a˜o i, tokeni representa que o token foi entregue a esta estac¸a˜o
e afteri representa que o token pode passar para a pro´xima estac¸a˜o. O modelo pode passar
diretamente de idlei para afteri se o token na˜o for entregue a` estac¸a˜o. O modelo simplificado
da rede pode ser visto na listagem 3.6, na qual constam modelados somente os estados
referentes a estac¸a˜o 1 com a transic¸a˜o para estac¸a˜o 2.
thread implementation net . i
properties
Period => 10ms ;
annex behavior specification {∗∗
states
i d l e 1 : i n i t i a l complete state ;
token1 : complete state ;
a f t e r 1 : complete state ;
i d l e 2 : complete state ;
( . . . )
transitions
i d l e 1 −[]−> token1{ pass a ! ; } ;
token1 −[ r e c e i v e a ?]−> a f t e r 1 ;
token1 −[on r e c e i v e a ’ count = 0]−> token1 ;
i d l e 1 −[]−> a f t e r 1 ;
a f t e r 1 −[]−> i d l e 2 ;
( . . . )
∗∗} ;
end net . i ;
Listagem 3.6: Modelo da thread da rede do modelo token ring
Por meio deste exemplo e´ poss´ıvel observar a declarac¸a˜o de um modelo completo em
AADL, com sua arquitetura e comportamento. Este mesmo modelo sera´ utilizado no cap´ıtulo
4 para exemplificar as ferramentas desenvolvidas neste trabalho.
3.2 Ferramentas Para Modelagem em AADL
Um aspecto essencial em qualquer linguagem sa˜o as ferramentas que lhe oferecem su-
porte. No caso da AADL, a SAE disponibiliza a ferramenta OSATE, que consiste em um
conjunto de plug-ins que executam sobre a plataforma Eclipse. O editor gra´fico para mode-
lagem em AADL, conhecido como ADELE, e´ produzido pelo projeto Topcased e integrado
no plug-in OSATE. Entre os recursos do OSATE sa˜o oferecidas as seguintes funcionalidades
[39]: editor para forma textual da AADL, editor para a forma em XML da AADL, conversor
de XML para textual, conversor para a linguagem MetaH e plug-ins para checagem de con-
sisteˆncia da arquitetura. Entre estes recursos da ferramenta OSATE, podem ser destacadas
as seguintes funcionalidades:
3.2. Ferramentas Para Modelagem em AADL 29
• Ana´lise de modelagem de erros - anexo Error Model :
Este anexo para AADL [36] define uma sublinguagem que possibilita especificar
informac¸a˜o relacionada a seguranc¸a de um modelo, como pressupostos de falha e reparo,
propagac¸a˜o de erros e pol´ıtica de toleraˆncia a falhas.
• Ana´lise de Alocac¸a˜o de Recursos
Possibilita a previsa˜o e ana´lise de recursos para processador, memo´ria e largura
de banda. Leva em conta fatores como o per´ıodo das threads, deadline, capacidade do
processador e pol´ıtica de escalonamento.
• Checagem de conexo˜es
Ao utilizar a propriedade Required Connection, define-se que uma porta deve ter
uma conexa˜o durante toda a execuc¸a˜o do modelo independente do modo de operac¸a˜o
ativo. A ana´lise de conexo˜es possibilita checar se estas conexo˜es sa˜o mesmo fornecidas.
• Checagem do Nı´vel de Seguranc¸a
O n´ıvel de seguranc¸a pode ser definido para cada componente por meio da propri-
edade SecurityLevel. Se esta propriedade na˜o e´ declarada, seu valor e´ definido como
zero, o menor n´ıvel de seguranc¸a. Esta ferramenta permite analisar se um componente
tem o maior n´ıvel de seguranc¸a dentre os seus subcomponentes e checa nas conexo˜es
quais os componentes transmissores possuem um n´ıvel de seguranc¸a menor ou igual ao
dos receptores.
• Ana´lise do Nı´vel de Seguranc¸a de Criticalidade
Permite checar se um transmissor possui um n´ıvel de seguranc¸a menor do que o
receptor, para que um componente na˜o seja controlado por um outro componente com
um n´ıvel de seguranc¸a menor.
• Ana´lise de Lateˆncia em Fluxos
Possibilita comparar o valor de lateˆncia de implementac¸o˜es de fluxo de um com-
ponente com o correspondente valor da especificac¸a˜o do fluxo deste componente. A
lateˆncia para uma implementac¸a˜o de fluxo e´ determinada pela soma de todas as lateˆncias
das conexo˜es neste fluxo, que sa˜o definidas pela propriedade Latency.
• Gerac¸a˜o de MetaH
Possibilita a transformac¸a˜o de um modelo AADL em um modelo MetaH (linguagem
que originou AADL).
• Checagem de Inversa˜o de Prioridades
Permite analisar se, considerando-se threads perio´dicas, na˜o ha´ a inversa˜o de prio-
ridades na chamada do processador. A prioridade para uma thread e´ definida por meio
da propriedade SEI::Priority.
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• Ana´lise de Escalonabilidade
Possibilita analisar a escalonabilidade por meio de um algoritmo de ana´lise de rate
monotonic.
Neste trabalho e´ utilizado o editor gra´fico produzido pelo projeto Topcased (ADELE)
e os editores do OSATE, mas as ferramentas de ana´lise constru´ıdas para AADL na˜o sa˜o
utilizadas.
3.3 Verificac¸a˜o de Modelos AADL no Projeto Topcased
Na sec¸a˜o 3.2 foram apresentadas as ferramentas para modelar sistemas utilizando a
linguagem AADL e as ferramentas para ana´lise destes modelos. Apresentou-se ainda, no
in´ıcio deste cap´ıtulo, uma das vantagens das linguagens de descric¸a˜o de arquitetura, que
e´ a possibilidade de se empregar a engenharia dirigida a modelos (MDE), utilizando-se a
transformac¸a˜o de modelos. Essa caracter´ıstica na linguagem AADL e´ amplamente utilizada
e permite a transformac¸a˜o para modelos com um formalismo matema´tico, que possibilitam
o emprego das te´cnicas de verificac¸a˜o formal de propriedades.
Dentro do contexto do projeto Topcased, ao qual este trabalho esta´ inserido, o processo
de verificac¸a˜o formal de propriedades de modelos AADL se da´ utilizando a transformac¸a˜o de
modelos em uma cadeia de verificac¸a˜o conforme exibido na figura 3.11 [1]. Primeiramente, os
modelos AADL sa˜o transformados para uma linguagem intermedia´ria conhecida como Fiacre.
Esta transformac¸a˜o e´ feita por meio de um compilador desenvolvido nos trabalhos [16][1].
Figura 3.11: Cadeia de verificac¸a˜o no projeto Topcased.
Na sequeˆncia, os modelos em Fiacre sa˜o transformados em modelos de ainda mais
baixo n´ıvel, os sistemas TTS (Time Transition System). O modelo em TTS, por sua vez, e´
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transformado em uma estrutura de Kripke, que e´ uma das entradas da ferramenta de model-
checking. A ferramenta utilizada com esse propo´sito e´ o SELT (State/Event LTL model-
checker), apresentada no cap´ıtulo 2, que confronta a estrutura de Kripke de um modelo TTS
com propriedades de verificac¸a˜o no formato LTL.
Os resultados da verificac¸a˜o sa˜o gerados no n´ıvel dos sistemas TTS, como apresentado
na sec¸a˜o 2.2. Estes representam o resultado de propriedade e um contraexemplo para as
propriedades falsas.
Nas sec¸o˜es seguintes sera´ detalhada a linguagem intermedia´ria Fiacre e o funcionamento
da cadeia de verificac¸a˜o, ressaltando-se a ana´lise dos resultados de verificac¸a˜o.
3.3.1 Linguagem Fiacre
Fiacre [4] (formato intermedia´rio para arquiteturas de componentes distribu´ıdos embar-
cados) e´ uma linguagem de domı´nio espec´ıfico desenvolvida no contexto do projeto Topcased
com o propo´sito de ser uma linguagem intermedia´ria na cadeia de verificac¸a˜o.
Esta linguagem traz algumas facilidades no processo de transformac¸a˜o de modelos,
pois a traduc¸a˜o de modelos feitos em linguagens de alto n´ıvel (como UML, AADL, entre
outras) para Fiacre e´ mais fa´cil de que destas linguagens diretamente para os formalismos
matema´ticos utilizados pelas ferramentas de verificac¸a˜o.
As ferramentas da cadeia de verificac¸a˜o apresentada na figura 3.11 funcionam inde-
pendentemente, contudo nos trabalhos [32] e [31] foi desenvolvido um pacote que integra
as ferramentas do n´ıvel Fiacre ao n´ıvel do model-checker e permite a edic¸a˜o de modelos na
linguagem Fiacre, com o objetivo de facilitar e automatizar a verificac¸a˜o E´ uma poderosa
linguagem para a modelagem de sistemas de tempo real, pois possibilita a representac¸a˜o do
comportamento e aspectos temporais de um sistema.
Os programas Fiacre sa˜o entendidos como sistemas de transic¸a˜o de estados e podem ser
sintetizados em dois elementos principais: processos e componentes. Processos representam
o comportamento sequencial de elementos independentes. Sa˜o definidos como um conjunto
de estados e transic¸o˜es, com acesso a varia´veis e portas, podendo ser declaradas guardas com
controle de fluxo. Componentes representam o sistema com uma organizac¸a˜o hiera´rquica de
processos e componentes. Sa˜o definidos como uma composic¸a˜o paralela de processos e outros
componentes, que pode ser s´ıncrona ou na˜o. Fiacre e´ uma linguagem que usa o conceito de
tipos de dados, exigindo que haja uma correspondeˆncia entre os dados e entre as portas de
comunicac¸a˜o para que na˜o haja erros em tempo de execuc¸a˜o.
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3.3.2 Funcionamento da Cadeia de Verificac¸a˜o
Nesta sec¸a˜o sera˜o explicados alguns conceitos a respeito da transformac¸a˜o de modelos
na cadeia de verificac¸a˜o. Na traduc¸a˜o de modelos AADL em Fiacre, as threads e devices
AADL sa˜o transformados em processos Fiacre, o sistema que os conte´m e´ transformado em
um component, enquanto que os data types sa˜o transformados em types. Estes processos
Fiacre, por sua vez, na˜o se comunicam diretamente entre si, mas sim, por meio de um outro
processo denominado GLUE. O processo GLUE serve para gerenciar o disparo e comunicac¸a˜o
entre as threads. A figura 3.12 ilustra como se da´ a comunicac¸a˜o entre os processos do sistema
transformado.
Figura 3.12: Comunicac¸a˜o entre os processos Fiacre transformados de um modelo AADL.
No momento da transformac¸a˜o de modelos, um estado de um componente do modelo
AADL pode ser desmembrado em alguns estados Fiacre, devido a questo˜es relativas ao disparo
das threads. Nos itens abaixo segue um exemplo retirado do modelo do token-ring, que
conte´m uma thread e o processo no qual e´ transformada, ressaltando a questa˜o dos estados
desmembrados. Nota-se que a thread conte´m os estados idle, waitt e cs, mas o processo, ale´m
destes, conte´m os estados que sa˜o desmembrados.
• Thread AADL:
thread implementation s t a t i o n . i
annex behavior specification {∗∗
states
i d l e : i n i t i a l complete state ;
wa i t t : complete state ;
c s : state ;
Listagem 3.7: Simplificac¸a˜o da Thread de uma estac¸a˜o do token-ring
• Processo Fiacre:
process s t a t i o n [ F d i spatch : in 0 . . 1 , F complete : out none . . . ]
i s
states i d l e , F c i d l e , waitt , F c wait t , cs , s t 54087 ,
st 54641 , st 55273 , st 55880 , s t 56205
var r e c e i v e : 0 . . 1 := 0
Listagem 3.8: Simplificac¸a˜o do Processo referente a uma estac¸a˜o do token-ring
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Na etapa seguinte, todos os estados dos processos Fiacre sa˜o transformados em lugares
do sistema TTS. Alguns exemplos dos lugares do sistema TTS podem ser observados abaixo:
pl station 1 sidle (1)
pl station 1 sF c idle (0)
pl station 1 swaitt (0)
pl station 1 sF c waitt (0)
pl station 1 sst 54087 (0)
O processo de verificac¸a˜o segue a mesma sequeˆncia apresentada na sec¸a˜o 2.2 que apre-
senta o model-checker SELT. O SELT toma como uma das entradas a estrutura de Kripke
referente ao sistema TTS e como outra entrada as fo´rmulas lo´gicas no formato LTL.
Propriedades de Verificac¸a˜o As propriedades do sistema devem ser especificadas no
n´ıvel do sistema TTS, por meio de fo´rmulas lo´gicas em LTL. Desta forma, e´ necessa´rio que o
usua´rio acompanhe todo o processo de transformac¸a˜o de modelos e pesquise no sistema TTS
qual e´ a correspondeˆncia entre os estados dos componentes do modelo AADL.
Resultados da Verificac¸a˜o Os resultados de verificac¸a˜o provenientes do SELT dizem
respeito ao sistemas TTS, o que gera algumas dificuldades para analisar estes resultados e os
contraexemplos, visto que os nomes apresentados na˜o sa˜o os do modelo AADL. Um modelo
AADL de um sistema de grande porte pode possuir muitos componentes, e assim muitos
estados, e o fato de estes estados serem ainda desmembrados na transformac¸a˜o de modelos
faz com que os contraexemplos se tornem ileg´ıveis do ponto de vista do usua´rio. Mesmo para
os sistemas de pequeno porte e´ comum que os contraexemplos apresentem centenas de passos
de execuc¸a˜o.
Entretanto, os resultados da verificac¸a˜o podem ser analisados pelo simulador de contra-
exemplos da ferramenta TINA, como explicado na sec¸a˜o 2.2. A correspondeˆncia entre estes
resultados, que dizem respeito ao sistema TTS, e o modelo AADL em questa˜o deve ser feita
manualmente pelo usua´rio.
3.4 A Linguagem BLESS – Uma Alternativa para a Veri-
ficac¸a˜o de Modelos
Esta sec¸a˜o apresenta uma visa˜o geral sobre a linguagem BLESS [27], uma proposta para
assegurar o correto funcionamento de um modelo AADL, como uma alternativa a` verificac¸a˜o
de modelos. O detalhamento desta linguagem pode ser visto no anexo A. Esta linguagem e´
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utilizada em um estudo de caso de um sistema de marcapasso, que e´ apresentado no anexo B.
Este estudo de caso possibilita compara´-la com as ferramentas apresentadas nesta dissertac¸a˜o,
o que sera´ melhor discutido no cap´ıtulo 5.
A linguagem BLESS teve a sua criac¸a˜o motivada em escrever modelos matematicamente
consistentes de sistemas. Desenvolvida por Multitude Corporation, esta linguagem e´ definida
como uma sublinguagem de anexo para AADL. Se baseia em conceitos da matema´tica discreta
como lo´gica proposicional [41] e prova automa´tica de teoremas [20]. A grande contribuic¸a˜o
desta linguagem e´ permitir que sejam desenvolvidos modelos corretos, que cumprem as suas
especificac¸o˜es.
E´ dividida em treˆs sublinguagens: Assertion define asserc¸o˜es e declara propriedades
do sistema sobre o tempo, utilizando lo´gica de primeira ordem, subBLESS serve como anexo
comportamental para subprogramas e BLESS serve como anexo comportamental para thre-
ads. Estas treˆs sublinguagens interagem entre si em um modelo AADL, o que permite que
o mecanismo de provas possa utilizar as declarac¸o˜es do modelo para provar o seu correto
funcionamento.
A ferramenta para se trabalhar com a linguagem e´ integrada ao plug-in Eclipse OSATE.
Esta ferramenta faz uso de um mecanismo de prova que, juntamente com as suas sublingua-
gens, objetiva verificar automaticamente a correc¸a˜o de um dado modelo AADL, utilizando a
prova automa´tica de teoremas. Entretanto, a prova para cada componente do modelo AADL
e´ feita individualmente, na˜o sendo considerada a comunicac¸a˜o entre eles.
3.5 O Projeto COMPASS
Esta sec¸a˜o apresenta uma ferramenta para modelagem, validac¸a˜o e verificac¸a˜o de mo-
delos AADL denominada COMPASS1 [8] (Correctness, Modeling, and Performance of Ae-
rospace Systems), promovida pela European Space Agency (ESA).
COMPASS utiliza um conjunto de ferramentas ja´ existentes, como o model-checker
NuSMV [12] e o model-checker MRMC [25]. As entradas para estas ferramentas sa˜o obtidas
por meio da transformac¸a˜o de modelos e padro˜es de especificac¸a˜o de requisitos. Estes padro˜es
sa˜o utilizados como uma forma de capturar requisitos do sistema.
Esse projeto faz uso do anexo Error Model [36] para AADL, inserindo neste elemen-
tos adicionais para permitir a validac¸a˜o e verificac¸a˜o formais. Com isso, a linguagem re-
sultante dispo˜e de algumas funcionalidades. Permite a modelagem do comportamento de
falhas, descrevendo falhas de hardware e software, propagac¸a˜o de erros, falhas permanentes e
1http://compass.informatik.rwth-aachen.de/
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espora´dicas, bem como modos de falha. Permite tambe´m especificar o comportamento tem-
poral do sistema, ale´m de modelar aspectos probabil´ısticos como falhas randoˆmicas e reparos
e requisitos de observabilidade, essenciais para ana´lises de FDIR (Fault Detection, Isolation
and Recovery).
Por meio das ferramentas disponibilizadas, o modelo completo do sistema compreende
treˆs diferentes partes, o modelo nominal (sistema em operac¸a˜o normal), o comportamento
de erros e a especificac¸a˜o de injec¸a˜o de falhas, que define como o comportamento de erros
influencia o modelo nominal do sistema.
Especificac¸a˜o das Propriedades de Verificac¸a˜o Os requisitos do sistema devem ser
especificados como propriedades de verificac¸a˜o, segundo um sistema de padro˜es de proprie-
dades definido em [17]. Estes padro˜es de propriedades servem para auxiliar o processo de
capturar requisitos de seguranc¸a, correc¸a˜o, desempenho e confiabilidade.
Validac¸a˜o dos Requisitos Para se assegurar a qualidade dos requisitos, estes podem ser
validados independentemente do sistema. Para isto os requisitos sa˜o convertidos automati-
camente para LTL ou CTL. Esta ana´lise inclui consisteˆncia de propriedades (testa se os re-
quisitos na˜o sa˜o mutuamente exclusivos), asserc¸a˜o de propriedades (testa onde uma asserc¸a˜o
e´ uma consequeˆncia dos requisitos), possibilidade de propriedade (checa a compatibilidade
entre as possibilidades e os requisitos). Estas ana´lises permitem assegurar que os requisitos
sa˜o adequados e consistentes.
Verificac¸a˜o Funcional Logo apo´s a validac¸a˜o dos requisitos, estes, juntamente com o
modelo AADL, sa˜o as entradas para a ana´lise de correc¸a˜o operacional. Consiste na verificac¸a˜o
de que o sistema ira´ operar corretamente em relac¸a˜o ao conjunto de requisitos funcionais, sob
a hipo´tese de auseˆncia de falhas de hardware e software.
Seguranc¸a e Confiabilidade Esta ana´lise serve para investigar o comportamento do sis-
tema em condic¸o˜es de falha, ou seja, quando alguma parte do sistema na˜o tem o seu correto
funcionamento devido a falhas. O objetivo e´ assegurar que o sistema cumpra com seus requi-
sitos de seguranc¸a nestas condic¸o˜es. Para isso, o pacote de ferramentas gera alguns artefatos,
como a´rvore de falhas e toleraˆncia a falhas.
Garantia de Desempenho Esta ana´lise serve para garantir o correto desempenho do
sistema, mesmo na presenc¸a de falhas. Os resultados desta ana´lise podem ser utilizados em
deciso˜es de projeto referente a custos e riscos. A ana´lise se baseia no modelo AADL estendido
com o seu modelo de erros e injec¸a˜o de falhas. O modelo estendido pode ser transformado
no seu correspondente modelo de Markov e utilizado com a ferramenta MRMC.
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Detecc¸a˜o de Falhas, Isolamento e Reparo (FDIR) Os modelos de um sistema podem
incluir a descric¸a˜o sobre a detecc¸a˜o de falhas e isolamento de subsistemas, assim como as
ac¸o˜es para reparo a serem tomadas. Com base nisto, sa˜o providenciadas ana´lises em como as
falhas sa˜o detectadas, onde os requisitos de observabilidade sa˜o suficientes para diagno´stico
do sistema, como os sistemas FDIR isolam as falhas e como o reparo deve agir.
Visualizac¸a˜o dos Resultados de Verificac¸a˜o As ferramentas disponibilizadas pelo pro-
jeto COMPASS permitem a visualizac¸a˜o dos resultados de verificac¸a˜o e simulac¸a˜o de con-
traexemplos. Nas simulac¸o˜es e´ permitido que o usua´rio escolha a transic¸a˜o que deve ser
disparada. Os contraexemplos podem ser gerados com ou sem a injec¸a˜o de falhas no sistema.
As ferramentas desenvolvidas pelo projeto COMPASS foram validadas por meio de
dois estudos de caso, a estrate´gia de FDIR de um sate´lite e um sistema de regulac¸a˜o te´rmica
em um sate´lite. Estes estudos de caso mostraram que AADL proporciona uma expressivi-
dade suficiente para modelar os componentes de software e hardware de sate´lites e sistemas
avioˆnicos.
3.6 Conclusa˜o
Este cap´ıtulo apresentou a definic¸a˜o das linguagens de descric¸a˜o de arquitetura e a de-
finic¸a˜o da linguagem AADL detalhando todos os seus elementos, mostrando que a linguagem
AADL e´ uma ferramenta poderosa para modelagem de sistemas embarcados de tempo real.
Este cap´ıtulo relacionou dois trabalhos desenvolvidos com o mesmo foco de garantir
a corretude de modelos AADL, o projeto COMPASS, que faz a integrac¸a˜o de ferramentas
conhecidas de ana´lise e a linguagem BLESS, que utiliza um mecanismo de prova de teore-
mas que difere das te´cnicas de verificac¸a˜o e servira´ como paraˆmetro de comparac¸a˜o com as
ferramentas desenvolvidas neste trabalho.
No que concerne ao projeto Topcased, apesar da existeˆncia das ferramentas de ana´lise,
o processo de verificac¸a˜o formal de propriedades na linguagem AADL ainda esta´ em fase de
desenvolvimento. Este processo consiste em uma cadeia de verificac¸a˜o que conta com algumas
ferramentas de compilac¸a˜o e traduc¸a˜o de modelos, e tambe´m com uma ferramenta de model-
checking. Nesta cadeia de verificac¸a˜o e´ empregada uma linguagem intermedia´ria para facilitar
a traduc¸a˜o de modelos, a linguagem Fiacre. Uma das limitac¸o˜es desta cadeia de verificac¸a˜o
e´ que na˜o existe uma maneira de se especificarem as propriedades de verificac¸a˜o no n´ıvel da
linguagem AADL, somente no n´ıvel dos sistemas TTS, obrigando o usua´rio a acompanhar
a traduc¸a˜o dos modelos e a transformac¸a˜o dos nomes dos componentes e estados. Outra
limitac¸a˜o e´ que os resultados da verificac¸a˜o na˜o podem ser visualizados no n´ıvel AADL,
somente no n´ıvel TTS. Sendo estes os pontos que este trabalho visa atacar.
Cap´ıtulo 4
Contribuic¸o˜es para Especificac¸a˜o de
Propriedades e Ana´lise de
Resultados de Verificac¸a˜o em
AADL
O cap´ıtulo anterior nos permite concluir que as ferramentas empregadas no projeto
Topcased para modelagem e verificac¸a˜o de sistemas na˜o permitem a especificac¸a˜o de propri-
edades em alto n´ıvel. Estas devem ser especificadas em um n´ıvel mais baixo de abstrac¸a˜o,
ou seja, um n´ıvel posterior na transformac¸a˜o de modelos. As propriedades sa˜o tipicamente
especificadas utilizando lo´gica temporal, exigindo do usua´rio este conhecimento como pre´-
requisito para utilizac¸a˜o destas ferramentas. Com isso, este projeto se propo˜e a proporcionar
uma forma de especificar as propriedades de verificac¸a˜o no n´ıvel da linguagem AADL, sem
utilizar diretamente a lo´gica temporal.
Como a AADL e´ uma linguagem de alto n´ıvel, ao modelar um sistema e´ deseja´vel
que seus requisitos possam ser capturados de uma forma clara e facilitada. Para isto, esta
dissertac¸a˜o utiliza um sistema de padro˜es de propriedades que se baseia em um subconjunto
da linguagem natural como forma de expressar o comportamento desejado do modelo. Este
sistema de padro˜es, descrito na pro´xima sec¸a˜o, e´ inspirado no trabalho de Dwyer et al. [17],
onde o autor afirma que a maior parte das propriedades utilizadas na verificac¸a˜o de modelos se
encaixam nestes padro˜es. Estes padro˜es sa˜o referentes a propriedades de seguranc¸a, resposta,
alcanc¸abilidade, entre outras, que teˆm formatos pre´-definidos de fo´rmulas em lo´gica temporal.
No entanto, somente alguns destes padro˜es podem ser considerados os mais importantes
como propriedades de um sistema. Com isso, nesta dissertac¸a˜o, estes padro˜es sa˜o redefinidos
em uma nova classificac¸a˜o, buscando as propriedades mais utilizadas na verificac¸a˜o. Estes
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padro˜es sa˜o utilizados para traduzir os requisitos do sistema em propriedades de verificac¸a˜o
utilizando-se a linguagem natural, sem fazer menc¸a˜o a` lo´gica temporal, ou seja, excluindo a
exigeˆncia de que o usua´rio a conhec¸a previamente.
Com o objetivo de integrar a especificac¸a˜o de propriedades no n´ıvel AADL com a cadeia
de verificac¸a˜o do projeto Topcased, desenvolveu-se neste trabalho uma ferramenta que faz a
traduc¸a˜o destes padro˜es de propriedades. Esta ferramenta executa a transformac¸a˜o destes
padro˜es diretamente para lo´gica temporal (LTL), que e´ o formato de entrada usado pela
ferramenta de verificac¸a˜o empregada.
Para auxiliar a especificac¸a˜o de propriedades, a ferramenta desenvolvida oferece um
assistente de escrita de propriedades, onde o usua´rio pode selecionar o padra˜o desejado e
inserir o nome dos respectivos elementos do modelo AADL que se pretende verificar.
Por fim, uma parte do pacote de ferramentas desenvolvidas neste trabalho oferece
recursos para visualizar, analisar e simular os resultados de verificac¸a˜o diretamente no n´ıvel
AADL. Estes resultados sa˜o gerados pela ferramenta de model-checking (SELT) e integrados
no n´ıvel AADL, de forma que os contraexemplos possam ser simulados.
Na figura 4.1 pode-se observar como as ferramentas desenvolvidas, em destaque na
figura, se integram na cadeia de verificac¸a˜o do projeto Topcased. Os requisitos do sistema
sa˜o transformados em padro˜es de propriedades com o aux´ılio do assistente de propriedades
e, em seguida, traduzidos para o formato LTL, por meio do tradutor de propriedades. Os
resultados de verificac¸a˜o, por sua vez, sa˜o apresentados no n´ıvel AADL pelas ferramentas de
ana´lise dos resultados, que compreendem uma janela com o resultado de cada propriedade,
uma com os componentes do modelo AADL, uma com o contraexemplo para cada propriedade
tida como falsa, e um simulador de contraexemplos que faz a integrac¸a˜o entre estas janelas.
Figura 4.1: Cadeia de verificac¸a˜o do Topcased integrada com as ferramentas desenvolvidas.
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4.1 Sistema de Padro˜es de Propriedades
Com o objetivo de facilitar a especificac¸a˜o de propriedades este trabalho utiliza uma
classificac¸a˜o das fo´rmulas lo´gicas utilizadas na verificac¸a˜o em um sistema de padro˜es de
propriedades. Esta classificac¸a˜o e´ inspirada no trabalho [17], que tenta cobrir o nu´mero
ma´ximo de fo´rmulas lo´gicas com estes padro˜es. Contudo, nesta dissertac¸a˜o, sa˜o feitas algumas
modificac¸o˜es nesta classificac¸a˜o, visando cobrir somente as propriedades mais importantes na
verificac¸a˜o.
4.1.1 Padro˜es na Especificac¸a˜o de Propriedades
Esta sec¸a˜o resume um trabalho, no qual esta dissertac¸a˜o e´ inspirada, intitulado Padro˜es
na Especificac¸a˜o de Propriedades para Verificac¸a˜o de Estados Finitos [17]. Neste trabalho e´
feita uma proposta de definic¸a˜o de padro˜es de propriedades de verificac¸a˜o, visando cobrir a
maior parte das propriedades utilizadas em processos de verificac¸a˜o. Seu o objetivo e´ facilitar
o processo de especificac¸a˜o de propriedades, de uma forma geral, ao se empregar a verificac¸a˜o
formal de modelos.
Foram definidos oito padro˜es de propriedades divididos em duas categorias, que os
classificam como propriedades de ocorreˆncia, citando auseˆncia, existeˆncia, existeˆncia limitada
e universalidade ou de ordem, citando precedeˆncia, resposta, precedeˆncia de cadeia e resposta
de cadeia. A figura 4.2 ilustra essa classificac¸a˜o.
Figura 4.2: Padro˜es na Especificac¸a˜o de Propriedades.
Para cada uma destas propriedades e´ definido um conjunto de cinco diferentes esco-
pos de ana´lise, que delimitam em que parte da execuc¸a˜o do modelo a propriedade deve ser
considerada:
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• Enquanto na˜o (After Until)
Neste mesmo trabalho, foi coletado um conjunto de 555 de propriedades, retiradas de
papers e outros projetos. Estas propriedades foram enta˜o submetidas a` classificac¸a˜o sugerida,
sendo poss´ıvel observar que somente um pequeno nu´mero delas na˜o se encaixa em algum
destes padro˜es (8%) e que os padro˜es com maior nu´mero de ocorreˆncia sa˜o, respectivamente,
os de resposta, universalidade, auseˆncia, precedeˆncia e existeˆncia. Por outro lado, os padro˜es
que tem uma utilizac¸a˜o muito baixa e que sera˜o desconsiderados na nova classificac¸a˜o sa˜o os
de existeˆncia limitada, precedeˆncia de cadeia e resposta de cadeia.
4.1.2 Proposta para Sistema de Padro˜es de Propriedades
A partir da sec¸a˜o anterior, pode-se concluir que ha´ um conjunto limitado de propriedade
que podem ser considerado como relevante para a verificac¸a˜o. Por outro lado, dentre estas
propriedades, nem todas sa˜o consideradas como realmente importantes neste processo. Para
garantir que um determinado sistema na˜o apresente uma situac¸a˜o indeseja´vel, e´ comum a
especificac¸a˜o de propriedades de verificac¸a˜o que busquem a garantia de seguranc¸a, no sentido
de safety. Ale´m disso, visando assegurar que um sistema apresente um comportamento
deseja´vel, e´ comum especificar propriedades de vivacidade, no sentido de liveness. A partir
disto, e tendo como inspirac¸a˜o o trabalho apresentado na sec¸a˜o anterior, esta sec¸a˜o reformula
a classificac¸a˜o destas propriedades, relacionando as mais importantes para o processo de
verificac¸a˜o.
Nesta proposta, estas propriedades sa˜o divididas em seis categorias (vide tabela 4.1):
auseˆncia, existeˆncia, justic¸a, universalidade, resposta e precedeˆncia. Cada uma destas ca-
tegorias e´ dividida em poss´ıveis escopos de ana´lise dentro da execuc¸a˜o do modelo, como
demonstrado na tabela.
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Auseˆncia Universalidade
- Global - Global
- Antes - Antes
- Depois - Depois
- Entre - Entre
- Enquanto na˜o - Enquanto na˜o
Existeˆncia Resposta
- Global - Global
- Antes - Antes
- Depois - Depois
- Entre - Entre
- Enquanto na˜o - Enquanto na˜o
Justic¸a Precedeˆncia
- Global - Global
- Antes - Antes
- Depois - Depois
- Entre - Entre
- Enquanto na˜o - Enquanto na˜o
Tabela 4.1: Padro˜es de Propriedades
Nesta nova classificac¸a˜o e´ inclu´ıda a propriedade de justic¸a (fairness), tendo em vista
a sua importaˆncia na verificac¸a˜o [9]. Por outro lado, ale´m dos escopos temporais, que foram
mantidos, observou-se a necessidade da inclusa˜o das opc¸o˜es para especificar a propriedade
livre de bloqueio e alcanc¸abilidade.
No processo de verificac¸a˜o formal, as propriedades especificadas varrem todas as pos-
sibilidades de execuc¸a˜o do modelo em busca de proposic¸o˜es que representam os estados dos
componentes do modelo AADL. Estes estados dos componentes possuem seus nomes defi-
nidos no modelo AADL, e para serem inseridos nos padro˜es de propriedades devem seguir
uma sintaxe espec´ıfica definida na sec¸a˜o 4.2.1, que trata sobre o tradutor de propriedades.
Nas sec¸o˜es seguintes estes estados sa˜o denominados com as letras maiu´sculas P, Q, R e S a
t´ıtulo de exemplo, e os operadores temporais globalmente (G), eventualmente (F) e pro´ximo
(X) sa˜o representados respectivamente pelos s´ımbolos , ♦ e ©, utilizados no processo de
traduc¸a˜o dos padro˜es de propriedades.
4.1.2.1 Propriedade de Auseˆncia
Esta propriedade pode ser utilizada quando se deseja garantir a seguranc¸a de um sis-
tema, como por exemplo, a exclusa˜o mu´tua ou a auseˆncia de bloqueio. As propriedades
relacionadas com este padra˜o, na literatura, sa˜o conhecidas como safety [9]. As propriedades
de auseˆncia podem ser utilizadas quando se deseja constatar que um determinado estado na˜o
pode ser atingido em um dado momento. Nos itens que seguem sa˜o apresentados a sintaxe
da definic¸a˜o da propriedade, seu significado e a sua fo´rmula em LTL.
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Significado: A condic¸a˜o de deadlock nunca e´ atingida.
Fo´rmula em LTL:  ¬dead (dead e´ uma palavra reservada do model-checker SELT)
• Globally :
Sintaxe: Absence.Globally(P)
Significado: P na˜o e´ atingido em toda a execuc¸a˜o do modelo.
Fo´rmula em LTL:  ¬P
• Before:
Sintaxe: Absence.Before(P, Q)
Significado: P na˜o e´ atingido antes do sistema atingir Q.
Fo´rmula em LTL: ♦Q⇒ (¬P U Q)
• After :
Sintaxe: Absence.After(P, Q)
Significado: P na˜o ocorre depois do sistema atingir Q.
Fo´rmula em LTL: (Q⇒ (¬P ))
• Between:
Sintaxe: Absence.Between(P, Q, R)
Significado: P na˜o ocorre entre Q e R.
Fo´rmula em LTL: ((Q
∧¬R∧♦R)⇒ (¬P U R))
• After Until :
Sintaxe: Absence.AfterUntil(P, Q, R)
Significado: depois da ocorreˆncia de Q, P na˜o pode ser atingido enquanto R na˜o
ocorrer.
Fo´rmula em LTL: (Q
∧¬R⇒ (¬P W R))
4.1.2.2 Propriedade de Existeˆncia
Como parte deste padra˜o esta˜o classificadas a propriedade de existeˆncia, que afirma
que algo certamente e´ atingido, e a propriedade de alcanc¸abilidade, que afirma que algo pode
ser atingido. Com isso, pode-se constatar que a alcanc¸abilidade e´ mais fraca que a existeˆncia,
apesar de serem mantidas na mesma categoria. Nota-se que a lo´gica LTL na˜o permite a
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representac¸a˜o da propriedade de alcanc¸abilidade, possibilitando somente a representac¸a˜o da
na˜o alcanc¸abilidade. Contudo, como LTL e´ a lo´gica temporal empregada nesta dissertac¸a˜o,
a representac¸a˜o desta propriedade e´ mantida como a na˜o alcanc¸abilidade. Esta propriedade
tem o mesmo significado da propriedade de auseˆncia global, tendo, inclusive, a mesma fo´rmula
lo´gica. Abaixo e´ apresentada a sintaxe da definic¸a˜o destas propriedades, seu significado e a
sua fo´rmula em LTL.
• (Un)Reachability :
Sintaxe: Unreachable(P)
Significado: P e´ inating´ıvel. Se esta propriedade resultar como falsa significa que
P e´ ating´ıvel.
Fo´rmula em LTL:  ¬P
• Globally :
Sintaxe: Existence.Globally(P)
Significado: P certamente e´ atingido em algum momento da execuc¸a˜o do modelo.
Fo´rmula em LTL: ♦P
• Before:
Sintaxe: Existence.Before(P, Q)
Significado: P certamente e´ atingido antes do sistema atingir Q.
Fo´rmula em LTL: ¬Q W (P ∧¬Q)
• After :
Sintaxe: Existence.After(P, Q)
Significado: P certamente e´ atingido depois do sistema atingir Q.
Fo´rmula em LTL: (¬Q)∨♦(Q∧♦P ))
• Between:
Sintaxe: Existence.Between(P, Q, R)
Significado: P certamente e´ atingido entre Q e R.
Fo´rmula em LTL: (Q
∧¬R⇒ (¬R W (P ∧¬R)))
• After Until :
Sintaxe: Existence.AfterUntil(P, Q, R)
Significado: depois da ocorreˆncia de Q, P certamente e´ atingido enquanto R na˜o
ocorrer.
Fo´rmula em LTL: (Q
∧¬R⇒ (¬R U (P ∧¬R)))
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4.1.2.3 Propriedade de Justic¸a
Esta propriedade expressa que algo ocorre infinitamente muitas vezes. Abaixo e´ apre-
sentada a sintaxe da definic¸a˜o da propriedade, seu significado e a sua fo´rmula em LTL.
• Globally :
Sintaxe: Fairness.Globally(P)
Significado: P ocorre infinitamente muitas vezes durante toda a execuc¸a˜o do mo-
delo.
Fo´rmula em LTL: ♦P
• Before:
Sintaxe: Fairness.Before(P, R)
Significado: P ocorre infinitamente muitas vezes antes do sistema atingir R.
Fo´rmula em LTL: ♦R⇒ (♦P U R)
• After :
Sintaxe: Fairness.After(P, Q)
Significado: P ocorre infinitamente muitas vezes depois do sistema atingir Q.
Fo´rmula em LTL: (Q⇒ ♦(P ))
• Between:
Sintaxe: Fairness.Between(P, Q, R)
Significado: P ocorre infinitamente muitas vezes entre Q e R.
Fo´rmula em LTL: ((Q
∧¬R∧♦R)⇒ (♦P U R))
• After Until :
Sintaxe: Fairness.AfterUntil(P, Q, R)
Significado: depois da ocorreˆncia de Q, P ocorre infinitamente muitas vezes en-
quanto o estado R na˜o ocorrer.
Fo´rmula em LTL: (Q
∧¬R⇒ (♦P W R))
4.1.2.4 Propriedade de Universalidade
O significado deste padra˜o e´ que determinado estado de um componente esta´ habilitado
durante todo o escopo de ana´lise. Abaixo e´ apresentada a sintaxe da definic¸a˜o da propriedade,
seu significado e a sua fo´rmula em LTL.
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• Globally :
Sintaxe: Universality.Globally(P)
Significado: P esta´ habilitado durante toda a execuc¸a˜o do modelo.
Fo´rmula em LTL: P
• Before:
Sintaxe: Universality.Before(P, R)
Significado: P esta´ habilitado antes do sistema atingir R.
Fo´rmula em LTL: ♦R⇒ (P U R)
• After :
Sintaxe: Universality.After(P, Q)
Significado: P esta´ habilitado depois do sistema atingir Q.
Fo´rmula em LTL: (Q⇒ (P ))
• Between:
Sintaxe: Universality.Between(P, Q, R)
Significado: P esta´ habilitado entre Q e R.
Fo´rmula em LTL: ((Q
∧¬R∧♦R)⇒ (P U R))
• After Until :
Sintaxe: Universality.AfterUntil(P, Q, R)
Significado: depois da ocorreˆncia de Q, P e´ habilitado enquanto R na˜o ocorrer.
Fo´rmula em LTL: (Q
∧¬R⇒ (P W R))
Esta propriedade, no entanto, na˜o esta´ habilitada no assistente de propriedades, visto
que o seu resultado da verificac¸a˜o na˜o e´ correto. Pois, como apresentado na sec¸a˜o 3.3.2, no
momento da transformac¸a˜o de modelos, os estados dos compoentes AADL sa˜o desmembrados
em mais estados. Desta forma, a ferramenta de model-checking na˜o consegue identificar quais
sa˜o os estados que derivam do estado original. Logo, mesmo que o modelo se mantenha em um
destes estados desmembrados, que correspondem ao estado original, o model-checker assume
como um estado diferente, invalidando a utilizac¸a˜o deste padra˜o de propriedade.
4.1.2.5 Propriedade de Precedeˆncia
O significado deste padra˜o e´ que determinado estado de um componente somente pode
ser atingido depois da ocorreˆncia de algum outro estado dentro do escopo de ana´lise. Abaixo
e´ apresentada a sintaxe da definic¸a˜o da propriedade, seu significado e a sua fo´rmula em LTL.
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Significado: P somente pode ser atingido depois da ocorreˆncia de S.
Fo´rmula em LTL: ¬P W S
• Before:
Sintaxe: Precedence.Before(S, P, R)
Significado: S sempre e´ atingido antes de P, ate´ a ocorreˆncia de R.
Fo´rmula em LTL: ♦R⇒ (¬P U (S ∨ R))
• After :
Sintaxe: Precedence.After(S, P, Q)
Significado: P e´ sempre falso antes da ocorreˆncia de S, depois que Q e´ atingido.
Fo´rmula em LTL: ¬Q∨♦(Q∧(¬P W S))
• Between:
Sintaxe: Precedence.Between(S, P, Q, R)
Significado: Entre a ocorreˆncia de Q e R, P somente pode ser atingido depois da
ocorreˆncia de S.
Fo´rmula em LTL: ((Q
∧¬R∧♦R)⇒ (¬P U (S∨R)))
• After Until :
Sintaxe: Precedence.AfterUntil(S, P, Q, R)
Significado: Entre a ocorreˆncia de Q e R, P somente pode ser atingido depois da
ocorreˆncia de S, mas nesse caso R na˜o precisa necessariamente ser atingido.
Fo´rmula em LTL: (Q
∧¬R⇒ (¬P W (S∨R)))
4.1.2.6 Propriedade de Resposta
O significado deste padra˜o e´ que determinado estado de um componente implica na
ocorreˆncia de algum outro estado dentro de um dado escopo de ana´lise. Esta propriedade
pode ser utilizada quando se deseja verificar a vivacidade do modelo (vide sec¸a˜o 2.1.7). Abaixo
e´ apresentada a sintaxe da definic¸a˜o da propriedade, seu significado e a sua fo´rmula em LTL.
• Globally :
Sintaxe: Response.Globally(S, P)
Significado: S responde a P, ou seja, P implica na ocorreˆncia de S.
Fo´rmula em LTL: (P ⇒ ♦S)
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• Before:
Sintaxe: Response.Before(S, P, R)
Significado: P implica na ocorreˆncia de S, antes do modelo atingir R.
Fo´rmula em LTL: ♦R⇒ (P ⇒ (¬R U (S∧¬R))) U R
• After :
Sintaxe: Response.After(S, P, Q)
Significado: P implica na ocorreˆncia de S, depois do modelo atingir R.
Fo´rmula em LTL: (Q⇒ (P ⇒ ♦S))
• Between:
Sintaxe: Response.Between(S, P, Q, R)
Significado: Entre a ocorreˆncia de Q e R, P implica na ocorreˆncia de S
Fo´rmula em LTL: ((Q
∧¬R∧♦R)⇒ (P ⇒ (¬R U (S∧¬R))) U R)
• After Until :
Sintaxe: Response.AfterUntil(S, P, Q, R)
Significado: Entre a ocorreˆncia de Q e R, P implica na ocorreˆncia de S, mas nesse
caso R na˜o precisa necessariamente ser atingido.
Fo´rmula em LTL: [](Q
∧¬R⇒ ((P ⇒ (¬R U (S∧¬R))) W R)
4.2 Assistente para Especificac¸a˜o das Propriedades
O Assistente para especificac¸a˜o de propriedades e´ uma ferramenta desenvolvida com o
objetivo de facilitar a especificac¸a˜o de propriedades por parte do usua´rio. As propriedades
definidas na tabela 4.1 sa˜o apresentadas ao usua´rio em uma estrutura arborescente no assis-
tente, a qual permite que seja selecionada a propriedade desejada de forma clara em um menu
lateral, como mostra a figura 4.3. Conforme uma propriedade e´ selecionada, e´ apresentada
uma janela, contendo o significado da propriedade em uma frase, em linguagem natural, cor-
respondendo a` afirmac¸a˜o da fo´rmula lo´gica. Nesta interface sa˜o habilitadas caixas de texto
para a inserc¸a˜o dos estados dos componentes AADL, de forma a completar a especificac¸a˜o
da propriedade.
A figura 4.3 exemplifica a especificac¸a˜o da propriedade de auseˆncia com o escopo be-
fore. Neste exemplo o assistente mostra uma frase para ser completada como a seguinte:
station.2.cs is never reached before net.1.token2, onde station.2.cs e net.1.token2 sa˜o estados
dos componentes AADL station e net inseridos pelo usua´rio em caixas de texto. A forma
correta para inserc¸a˜o dos estados dos componentes AADL e´ detalhada na pro´xima sec¸a˜o. A
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janela Process View, que sera´ detalhada mais a frente, pode ser utilizada para auxiliar nesta
tarefa, visto que fornece a informac¸a˜o dos nomes dos estados.
Figura 4.3: Assistente para especificac¸a˜o das propriedades de verificac¸a˜o.
No momento de exportar a propriedade escolhida, o assistente checa a validade dos
nomes dos estados dos componentes, evitando que sejam exportados nomes com caracteres
inva´lidos. O assistente na˜o permite que sejam exportados nomes que contenham o caractere
underscore ( ), apesar de ser permitido na linguagem AADL. Esta limitac¸a˜o existe devido ao
fato de esse caractere ser considerado no momento da filtragem dos estados para construc¸a˜o
da Process View e dos contraexemplos, como sera´ discutido posteriormente.
E´ permitido que sejam inseridas a conjunc¸a˜o ou disjunc¸a˜o de estados na caixa de texto,
utilizando-se os respectivos operadores /\ e \/. Um exemplo da utilizac¸a˜o da conjunc¸a˜o de
dois estados e´ station.1.idle /\ net.1.token1 e da disjunc¸a˜o e´ station.1.idle \/ net.1.token1.
O assistente conta com dois boto˜es. O bota˜o Export exporta a propriedade escolhida
para um arquivo espec´ıfico e faz a chamada da classe de traduc¸a˜o das propriedades para LTL.
Outro bota˜o existente e´ o Translate All que serve para traduzir todas as propriedades que ja´
foram exportadas sem a necessidade de exportar uma nova.
As propriedades sa˜o exportadas para um arquivo espec´ıfico, e as informac¸o˜es que sa˜o
gravadas nele sa˜o o padra˜o de propriedade com os estados inseridos e a seu significado em
forma de comenta´rio. Um exemplo das propriedades exportadas pode ser visto a seguir:
Absence.Globally(station.1.cs) //station.1.cs is never reached
Fairness.Globally(station.2.waitt) //station.2.waitt occurs infinitely often globally
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4.2.1 Tradutor de Propriedades
As propriedades especificadas devem ser convertidas para o seu formato LTL. Para
tanto, desenvolveu-se o chamado tradutor de propriedades. Dois aspectos sa˜o levados em
conta pelo tradutor: o nome dos estados dos componentes AADL e o padra˜o de propriedade
escolhido. Esses estados dizem respeito ao comportamento de componentes AADL e devem
estar declarados em um annex behavior, detalhado na sec¸a˜o 3.1.7.
Traduc¸a˜o dos nomes dos estados dos componentes do modelo AADL Para a
inserc¸a˜o dos nomes dos estados dos componentes foi criada uma sintaxe que relaciona o nome
do componente AADL, a instaˆncia desse componente e o estado desejado do comportamento
deste componente. Assim esses estados devem ser inseridos da seguinte forma:
Sintaxe para inserc¸a˜o dos estados dos componentes: component.i.state
A palavra component e´ o nome do componente AADL onde se encontra o estado. Pode
ser uma thread ou um device. A letra i deve ser um nu´mero inteiro que significa a ordem da
instaˆncia deste componente. Por exemplo, se uma thread for instanciada treˆs vezes e o estado
desejado estiver contido na terceira instaˆncia, o valor de i e´ 3. Por fim, a palavra state e´ o
nome do estado de comportamento desejado.
O tradutor executa a transformac¸a˜o do nome do estado do componente AADL direta-
mente para um lugar do sistema TTS. Os lugares do sistema TTS que sa˜o transformados dos
modelos AADL sa˜o escritos da seguinte forma:
Lugares nos sistemas TTS: component i sstate
Os lugares nos sistemas TTS podem ser divididos em treˆs partes, sendo que cada
uma se refere a um elemento do modelo AADL. A palavra component se refere ao nome do
componente AADL onde se encontra o estado. O nu´mero representado por i e´ a ordem da
instaˆncia deste componente. A palavra state se refere ao nome do estado de comportamento.
Tomando como exemplo o modelo do token-ring apresentado na sec¸a˜o 3.1.8, a listagem
4.1 mostra como a thread station e´ instanciada treˆs vezes, enquanto que a thread net e´
instanciada uma vez pelo processo Process1.
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process implementation Process1 . i
subcomponents
s ta : thread s t a t i o n . i ;
s tb : thread s t a t i o n . i ;
s t c : thread s t a t i o n . i ;
tnet : thread net . i ;
( . . . )
Listagem 4.1: Declarac¸a˜o de processo destacando as instaˆncias das threads
Assim, se o estados que se desejam inserir sa˜o o idle de cada uma das threads station





Para este exemplo, a traduc¸a˜o dos nomes destes estados, inseridos segundo a sintaxe





Na pro´xima sec¸a˜o sera´ detalhada a janela Process View, que auxilia na escolha dos
nomes dos estados dos componentes do modelo AADL, visto que estes nomes sa˜o apresentados
nesta janela exatamente com a mesma sintaxe que devem ser inseridos nas propriedades.
Traduc¸a˜o dos padro˜es de propriedades O tradutor faz a transformac¸a˜o dos padro˜es
de propriedade escolhidos em fo´rmulas lo´gicas LTL apresentadas na sec¸a˜o 4.1.2, inserindo os
nomes dos lugares do sistema TTS.
Um ponto considerado pelo tradutor e´ que algumas fo´rmulas lo´gicas se utilizam do
operador temporal weak until (W). Entretanto, a ferramenta de model-checking empregada
na˜o implementa este operador, apesar de possibilitar uma forma de se definir novos opera-
dores juntamente com as fo´rmulas lo´gicas. Desta forma, no momento da traduc¸a˜o de cada
propriedade que utiliza W, este operador e´ criado automaticamente pelo tradutor, inserindo
a seguinte linha no arquivo com as fo´rmulas LTL:
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Definic¸a˜o do operador W: infix a W b = (a U b)
∨
([]a);
Exemplificando a traduc¸a˜o dos padro˜es de propriedade, o padra˜o de propriedade es-
pecificado e´ o de resposta global, o qual afirma que o estado cs da thread station sempre
responde a` ocorreˆncia do estado waitt. A traduc¸a˜o para LTL e´ mostrada logo abaixo da
propriedade.
Propriedade de resposta global: Response.Globally(station.1.cs, station.1.waitt)
Traduc¸a˜o em LTL: (station 1 waitt⇒ ♦station 1 cs)
Neste exemplo, o nome do estado e´ definido como waitt, pois o assistente na˜o permite
a declarac¸a˜o do nome wait, visto que esta e´ uma palavra reservada em Fiacre.
4.3 Visualizac¸a˜o dos Resultados de Verificac¸a˜o e Contraexem-
plo
Os resultados de verificac¸a˜o devem ser analisados para que seja poss´ıvel certificar-se
de que o sistema cumpre com as suas propriedades. Estes resultados sa˜o provenientes do
model-checker SELT e sa˜o aplica´veis aos sistemas TTS, como detalhado na sec¸a˜o 2.2. Estes
resultados podem ser compreendidos como o valor verdade das propriedades verificadas e os
contraexemplos gerados para aquelas tidas como falsas.
Nesta sec¸a˜o, apresentam-se as interfaces desenvolvidas neste trabalho, que possibilitam
a visualizac¸a˜o, ana´lise e simulac¸a˜o dos contraexemplos. Estas interfaces sa˜o inspiradas no
trabalho [31], que organiza os resultados da simulac¸a˜o no n´ıvel TTS. Dentre estas ferramentas
pode ser citada uma janela que apresenta os componentes do modelo AADL; uma janela que
conte´m as propriedades de verificac¸a˜o especificadas com os seus respectivos resultados; uma
janela que apresenta os contraexemplos gerados e, por fim, um simulador de contraexemplos,
ativado quando se seleciona uma propriedade falsa e que interage com estas janelas mostrando
como o sistema se comporta em cada passo de execuc¸a˜o do contraexemplo.
Propriedades de Verificac¸a˜o Utilizadas nos Exemplos As propriedades de verificac¸a˜o
utilizadas na apresentac¸a˜o das interfaces sa˜o as empregadas no modelo do token-ring apre-
sentado na sec¸a˜o 3.1.8. Essas propriedades sa˜o especificadas com aux´ılio do assistente de
propriedades e utilizadas na verificac¸a˜o deste modelo. Os padro˜es de propriedade utilizados
sa˜o apresentados nos itens abaixo:
• Auseˆncia de deadlock :
Deadlock-freeness
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• Alcanc¸abilidade da sec¸a˜o cr´ıtica:
station.3.cs is unreachable
• Garantia de resposta:
station.1.cs responds to net.1.token1
∧
station.1.waitt
• Funcionamento cont´ınuo da estac¸a˜o:






station.3.cs is never reached
• Garantia que uma estac¸a˜o somente entra em sec¸a˜o cr´ıtica depois de receber o token:
net.1.token1 precedes station.1.cs
• Uma estac¸a˜o na˜o permanece indefinidamente com o token:
net.1.idle2 certainly exists after station.1.cs
A figura 4.4 apresenta as interfaces desenvolvidas com o propo´sito de visualizac¸a˜o dos
resultados de verificac¸a˜o, juntamente com o modelo em AADL do protocolo token-ring. Na
parte superior esquerda da figura pode ser observada a Janela dos Componentes do Modelo
AADL, denominada Process View ; na parte inferior esquerda pode ser observada a Janela
dos Contraexemplos, denominada Trace View e na parte inferior direita observa-se a Janela
das Propriedades Verificadas, denominada Property View.
O simulador de contraexemplos pode ser entendido como uma funcionalidade que in-
tegra estas treˆs interfaces, sendo ativado no momento que uma propriedade verificada como
falsa e´ selecionada. Nas pro´ximas sec¸o˜es sa˜o detalhadas estas interfaces e a maneira em que
elas interagem entre si por meio do simulador.
4.3.1 Janela das Propriedades Verificadas
A janela denominada Property View, apresenta o significado de todas as propriedades
especificadas no n´ıvel AADL, relacionando a cada uma delas o resultado da sua verificac¸a˜o.
Em outras palavras, indica se a propriedade e´ falsa ou verdadeira. Esta janela pode ser
observada no canto inferior direito da figura 4.4.
A construc¸a˜o desta janela e´ feita a partir da leitura de dois arquivos: o dos padro˜es
de propriedades exportados e tambe´m o dos resultados da verificac¸a˜o. Enta˜o e´ feita a cor-
respondeˆncia entre esses arquivos e, para cada propriedade verdadeira, aparece um c´ırculo
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Figura 4.4: Visualizac¸a˜o dos resultados de verificac¸a˜o.
verde preenchido e, para cada falsa, um c´ırculo vermelho com uma letra ’x’ indicando o seu
resultado.
E´ apresentada nesta view somente o significado de cada propriedade, isto e´, a in-
formac¸a˜o que aparece no comenta´rio do arquivo das propriedades, como apresentado na
sec¸a˜o 4.2. Pode-se notar no canto direito superior desta janela os boto˜es do simulador de
contraexemplos. Ao selecionar uma propriedade falsa, o bota˜o (play) e´ habilitado, permitindo
ao usua´rio das in´ıcio a` simulac¸a˜o.
Abaixo sa˜o apresentadas as propriedades utilizadas na verificac¸a˜o do modelo do token-
ring e que sa˜o apresentadas na figura 4.4. A cada propriedade e´ relacionado o seu resultado
de verificac¸a˜o, mostrando se e´ verdadeiro ou falso.
Deadlock-freeness (Verdadeiro)
station.3.cs is unreachable (Falso)
station.1.cs responds to net.1.token1
∧
station.1.waitt (Verdadeiro)





station.3.cs is never reached (Verdadeiro)
net.1.token1 precedes station.1.cs (Verdadeiro)
net.1.idle2 certainly exists after station.1.cs (Verdadeiro)
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4.3.2 Janela dos Componentes do Modelo AADL
A janela denominada Process View apresenta os componentes do modelo AADL em
uma forma arborescente com seus respectivos estados referentes ao comportamento do sis-
tema. Na parte superior esquerda da figura 4.4 esta janela pode ser observada. Para a sua
construc¸a˜o, os lugares do sistema TTS sa˜o lidos e passam por uma filtragem que seleciona
somente aqueles correspondentes aos estados dos componentes do modelo AADL, descon-
siderando os estados desmembrados provenientes da transformac¸a˜o de modelos (conforme
detalhado na sec¸a˜o 3.3.2).
Na etapa seguinte, estes lugares TTS sa˜o traduzidos para sua respectiva sintaxe em
AADL, fazendo as mesmas correspondeˆncias apresentadas na sec¸a˜o sobre o tradutor de propri-
edades 4.2.1. Com isso, os componentes sa˜o apresentados todos no mesmo n´ıvel hiera´rquico,
na˜o levando em conta a hierarquia do modelo AADL. Para exemplificar, e´ escolhida a estac¸a˜o
1 que aparece no topo da janela Process View da figura 4.4. Os lugares do sistema TTS que




A filtragem separa o nome da thread do nome dos estados e, assim, os nomes que
aparecem na view sa˜o inseridos com a mesma sintaxe de inserc¸a˜o de estados no assistente de
propriedades. Desta forma, esta view pode ser observada no momento da especificac¸a˜o das
propriedades de verificac¸a˜o para a consulta dos nomes dos estados. Na Process View estes





Como ilustrado na figura 4.4, no decorrer da simulac¸a˜o os estados ativos de cada com-
ponente AADL, que correspondem aos estados do contraexemplo, sa˜o indicados por uma
seta.
4.3.3 Janela dos Contraexemplos
A janela denominada Trace View, permite visualizar com clareza o caminho de execuc¸a˜o
dos contraexemplos. Na figura 4.4, esta view pode ser observada na parte inferior esquerda.
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Os nomes dos componentes AADL sa˜o apresentados na linha superior (entre colchetes)
e, nas linhas logo abaixo, sa˜o apresentados os estados de cada um desses componentes (entre
pareˆnteses), conforme a execuc¸a˜o do contraexemplo. Esta view e´ ativada no momento em
que o simulador e´ ativado e tem a func¸a˜o de apresentar todos os passos dos contraexemplos
relacionados a`s propriedades verificadas como falsas. Como pode ser observado na figura 4.4,
uma seta aponta qual e´ o conjunto de estados ativos de cada componente, percorrendo os
estados do contraexemplo conforme a evoluc¸a˜o da simulac¸a˜o.
Para a sua construc¸a˜o, e´ lido o arquivo com o contraexemplo proveniente do model-
checker SELT, onde sa˜o buscados os nomes dos lugares TTS. Os estados desmembrados, que
na˜o pertencem ao modelo AADL, sa˜o ignorados e uma evoluc¸a˜o para um pro´ximo passo de
execuc¸a˜o no contraexemplo em AADL somente ocorre quando um estado do componente
AADL e´ atingido.
Um contraexemplo simplificado para uma propriedade do modelo do token-ring e´ apre-
sentado abaixo. Neste exemplo sa˜o mostrados somente treˆs passos de execuc¸a˜o e desconside-
radas demais informac¸o˜es contidas no contraexemplo. Nota-se que o contraexemplo conte´m os
nomes do sistema TTS, que incluem os estados desmembrados (conforme detalhado na sec¸a˜o
4.2.1) e os estados do elemento Fiacre GLUE, que e´ criado na transformac¸a˜o de modelos
(conforme explicado na sec¸a˜o 3.3).
F GLUE(...) net 1 sidle1 station 1 sidle station 2 sidle station 3 sidle(...)
F GLUE(...) net 1 sidle1 station 1 sst 54087 station 2 sidle station 3 sidle(...)
F GLUE(...) net 1 sidle1 station 1 sst 54087 station 2 sst 54087 station 3 sidle(...)
Cada um dos passos de execuc¸a˜o passa por uma filtragem que exclui o componente
GLUE e os estados que sa˜o desmembrados no processo de transformac¸a˜o. Neste processo os
estados sa˜o traduzidos para a sintaxe de inserc¸a˜o dos estados dos componentes do modelo
AADL e sa˜o ordenados de forma a serem apresentados na view. Os componentes AADL e
seus respectivos estados sa˜o ordenados conforme a Process View. Abaixo pode-se observar
como e´ a apresentac¸a˜o de estados na Trace View, onde somente o primeiro passo de execuc¸a˜o
corresponde ao contraexemplo em TTS apresentado no exemplo anterior.
[station.1, station.2, station.3, net.1]
(idle, idle, idle, idle1)
(idle, idle, waitt, idle1)
(idle, idle, waitt, token1)
Neste exemplo nota-se que sa˜o percorridos treˆs passos de execuc¸a˜o no contraexemplo
em TTS, que correspondem somente ao primeiro passo no contraexemplo em AADL. Isto
ocorre desta forma, pois no exemplo mostrado na˜o houve uma transic¸a˜o para um estado de
um componente AADL, somente para estados desmembrados.
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4.3.4 Simulador de Contraexemplos
O simulador pode ser entendido como uma funcionalidade que integra as treˆs janelas
detalhadas anteriormente. A figura 4.4 exemplifica o funcionamento do simulador no mo-
delo do token-ring. Quando uma propriedade que e´ verificada como falsa e´ selecionada na
Property View, o simulador pode ser ativado. A exemplo do que ocorre na figura, quando o
bota˜o para o pro´ximo passo de simulac¸a˜o e´ selecionado (NextStep) o caminho de execuc¸a˜o
do contraexemplo e´ percorrido. A cada passo de execuc¸a˜o sa˜o indicados na Trace View os
estados de todos os componentes AADL no momento e os mesmos estados sa˜o apontados
na Process View, que facilita a visa˜o do sistema. O simulador permite que se busquem com
facilidade erros de modelagem, ou mesmo inconsisteˆncias no sistema modelado.
Outros dois boto˜es existentes sa˜o o PreviousStep e StopSimulation, cujas funcionalida-
des sa˜o respectivamente voltar um passo de simulac¸a˜o e interromper a simulac¸a˜o voltando ao
in´ıcio do contraexemplo.
Os resultados de verificac¸a˜o sa˜o apresentados na figura 4.4, onde pode-se observar que
a u´nica propriedade falsa e´ a de na˜o alcanc¸abilidade. A figura exemplifica o simulador de
contraexemplos em funcionamento; na process view sa˜o indicados os estados de cada compo-
nente em um dado passo de execuc¸a˜o e todos os estados do contraexemplo sa˜o apresentados
na trace view, facilitando acompanhar a execuc¸a˜o.
Ao analisar esta propriedade com o aux´ılio do simulador, chega-se a conclusa˜o que o
seu resultado e´ satisfato´rio. A intenc¸a˜o de se utilizar esta propriedade de na˜o alcanc¸abilidade
e´ verificar se o estado station.3.cs e´ ating´ıvel. Como seu resultado e´ falso, significa que e´ falso
que este estado nunca seja atingido, ou seja, que station.3.cs e´ alcanc¸a´vel. Acompanhando
os passos de simulac¸a˜o pode-se observar um contraexemplo onde a estac¸a˜o 3 atinge a sec¸a˜o
cr´ıtica em resposta a uma requisic¸a˜o.
4.4 Conclusa˜o
Neste cap´ıtulo foram apresentadas as ferramentas desenvolvidas para a especificac¸a˜o de
propriedades e para a ana´lise de resultados de verificac¸a˜o na linguagem AADL. A integrac¸a˜o
destas ferramentas com a cadeia de verificac¸a˜o do projeto Topcased foi apresentada, consis-
tindo na transformac¸a˜o das propriedades especificadas, segundo o padra˜o de propriedades,
para a lo´gica LTL e a apresentac¸a˜o dos resultados a` n´ıvel AADL, com mo´dulos que permitem
a simulac¸a˜o e ana´lise destes resultados.
O sistema de padro˜es de propriedades de verificac¸a˜o adotado mostrou-se suficientemente
capaz de especificar as propriedades para os sistemas testados. A aplicac¸a˜o das ferramentas
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no modelo do token-ring, permitiu que se exemplificasse de maneira integral as facilidades
proporcionadas por essas ferramentas e a sua efica´cia na verificac¸a˜o de modelos.
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Cap´ıtulo 5
Estudo de Caso - Modelagem e
Verificac¸a˜o de um Marcapasso
Usando AADL
Este cap´ıtulo apresenta um estudo de caso onde e´ realizado, utilizando as ferramentas
desenvolvidas neste trabalho, todo o processo de especificac¸a˜o das propriedades, verificac¸a˜o
formal e ana´lise dos resultados de verificac¸a˜o do modelo AADL de um sistema de marcapasso
card´ıaco, cuja especificac¸a˜o pode ser encontrada no documento [38].
Este sistema e´ modelado baseando-se na mesma especificac¸a˜o utilizada no trabalho [24]
e no trabalho [27] discutido na sec¸a˜o 3.4, com o objetivo de possibilitar a comparac¸a˜o entre
as ferramentas desenvolvidas nesta dissertac¸a˜o e outras propostas com o mesmo foco, que e´
apresentada ao final do cap´ıtulo.
O marcapasso e´ um sistema indicado a pacientes que apresentam insuficieˆncia de bati-
mentos card´ıacos, que pode ser constante ou por curtos per´ıodos. Consiste de um aparelho
eletroˆnico dividido em um gerador de est´ımulos ele´tricos e um fio condutor que leva estes
est´ımulos ao corac¸a˜o.
O corac¸a˜o humano possui quatro cavidades responsa´veis pela circulac¸a˜o sangu´ınea no
organismo, dois a´trios e dois ventr´ıculos. Os a´trios recolhem o sangue das veias, enquanto que
os ventr´ıculos lanc¸am este sangue nas arte´rias. Pode ser dividido em uma metade esquerda,
onde circula o sangue arterial (enriquecido de oxigeˆnio), e uma metade direita, onde circula
o sangue venoso. A taxa normal de batimentos varia de 60 a 100 batimentos por minuto.
Os sistemas de marcapasso podem ser configurados em diversos modos, que seguem
uma classificac¸a˜o segundo um sistema de treˆs letras. A primeira letra se refere a` cavidade
que recebe o est´ımulo ele´trico, a segunda se refere a` cavidade que sera´ monitorada, a terceira
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se refere ao tipo de resposta aos sinais monitorados. O modo analisado neste cap´ıtulo e´ o
VVI, no qual um ventr´ıculo e´ monitorado (primeiro V), o que promove a inibic¸a˜o de est´ımulos
(I) neste ventr´ıculo (segundo V).
Neste modo de operac¸a˜o, o marcapasso deve monitorar os batimentos card´ıacos (sense)
em um ventr´ıculo e, conforme estes se encontrem em uma taxa abaixo de um certo valor
estipulado (Lower Rate Limit - LRL), o sistema envia um sinal ele´trico (pace) ao ventr´ıculo,
estimulando a contrac¸a˜o do corac¸a˜o. Do contra´rio, se os batimentos ocorrerem normalmente
na taxa LRL, o sistema na˜o deve enviar est´ımulos. Ale´m disso, depois de uma contrac¸a˜o
ventricular, seja ela natural ou estimulada, ha´ um per´ıodo chamado de Ventricular Refactor
Period (VRP), onde a monitorac¸a˜o e´ desabilitada, para evitar que haja uma estimulac¸a˜o
causada por alguma medic¸a˜o inesperada.
O sistema possui um clock interno que e´ zerado a cada est´ımulo sense ou pace. A
partir deste ponto, aguarda um intervalo RI (Rate Interval) para enviar um novo est´ımulo.
Sempre que ocorrer um est´ımulo pace, o valor de RI deve corresponder a um per´ıodo LRI
(Lower Rate Interval). Mas sempre que ocorre um evento natural sense, o valor de RI passa
a corresponder a um per´ıodo maior HRI (High Rate Interval). Esta variac¸a˜o do per´ıodo RI,
de LRI para HRI, ocorre quando um evento natural e´ detectado e e´ chamada de modo de
histerese.
Considerando a taxa de 60 batimentos por minuto para LRL, o valor para LRI e´ de
1000 ms e para HRI e´ considerado 1200 ms. O valor do per´ıodo VRP e´ considerado 320 ms,
e sua contagem e´ iniciada juntamente com RI, ou seja, VRP esta´ contida em RI.
As propriedades de verificac¸a˜o desejadas para o correto funcionamento deste sistema
sa˜o: (i) auseˆncia de bloqueio; (ii) o intervalo RI deve valer LRI quando o modo de histerese
estiver desabilitado; (iii) o intervalo RI deve valer HRI quando o modo de histerese estiver
habilitado e (iv) o sistema na˜o deve monitorar os batimentos durante o per´ıodo VRP.
5.1 Modelagem em AADL
O modelo AADL e´ composto por um processo que representa o marcapasso e um
device que representa o corac¸a˜o. Ale´m disso, sa˜o utilizados dois observadores, representados
por devices que servem para capturar o valor de duas das varia´veis visando a verificac¸a˜o.
Os componentes do sistema em sua forma gra´fica, sa˜o apresentados na figura 5.1. Este
modelo gra´fico e´, enta˜o, convertido para sua forma textual, que deve ser editada para inserir
o comportamento por meio do anexo comportamental. O modelo AADL completo do sistema
e´ apresentado no apeˆndice A.
O modelo do corac¸a˜o e´ apresentado na listagem 5.1. O comportamento deste compo-
nente conta com dois estados: ready e´ o estado inicial e wd representa uma contrac¸a˜o. Um
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Figura 5.1: Modelagem do sistema do marcapasso em AADL.
evento natural do ventr´ıculo e´ sinalizado por meio do envio do sinal vsense e o recebimento
de um est´ımulo e´ sinalizado pelo recebimento do sinal vpace. A transic¸a˜o de ready para wd
ocorre em raza˜o do estouro de um timeout. A transic¸a˜o de wd para ready ocorre com o
recebimento de um est´ımulo, ou com o envio de um sinal sense.
device implementation heart . i
annex behavior specification {∗∗
states
ready : i n i t i a l complete state ;
wd : state ;
transitions
ready −[on timeout 480ms]−> wd{delay (480ms,680ms) ; } ;
wd −[]−> ready { vsense ! ; } ;
ready −[ vpace?]−> ready ;
wd −[ vpace?]−> ready ;
∗∗} ;
end heart . i ;
Listagem 5.1: Modelo AADL do corac¸a˜o
O modelo da thread que controla o marcapasso e´ apresentado na listagem 5.2. Esta
thread conta com quatro estados, sendo que os principais sa˜o wlri e whri. O estado wlri
representa o envio de est´ımulos pace a uma taxa LRL de 60 bpm, com um per´ıodo LRI igual
a 1000 ms. Contudo, faz uso de um estado auxiliar, denominado wvrp1, que representa a
espera pelo per´ıodo VRP igual a 320ms sem monitorar os batimentos, depois de ter enviado
um est´ımulo. Assim, para que se complete o per´ıodo de 1000 ms entre cada est´ımulo, a
transic¸a˜o de wlri para wvrp1 ocorre com o estouro de um timeout de 680 ms.
O estado whri representa a ocorreˆncia de eventos naturais sense no corac¸a˜o em um
per´ıodo HRI de 1200 ms, com o modo de histerese habilitado. Tambe´m faz uso de um estado
auxiliar, denominado wvrp2, que representa a espera pelo per´ıodo VRP igual a 320ms sem
monitorar os batimentos, depois de ser detectado um evento card´ıaco. Similarmente ao que
ocorre com wlri, para que se complete o per´ıodo de 1200 ms entre cada evento, a transic¸a˜o
de whri para wvrp2 ocorre com o estouro de um timeout de 880 ms.
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Em quaisquer dos estados wlri e whri, quando uma contrac¸a˜o volunta´ria na˜o e´ detec-
tada, o sistema envia o sinal pace e passa para o estado wvrp1, desabilitando o modo de
histerese (hp := false). Da mesma forma, em quaisquer dos estados wlri e whri, quando
ocorre um evento natural sense o sistema passa para o estado wvrp2, habilitando o modo de
histerese (hp := true).
thread implementation pace . i
subcomponents
hp : data behavior : : boolean ;
hpenable : data behavior : : boolean ;
s t a r t e d : data behavior : : boolean ;
RI : data behavior : : i n t e g e r ;
annex behavior specification {∗∗
states
w l r i : i n i t i a l complete state ;
whri : complete state ;
wvrp1 : state ;
wvrp2 : state ;
transitions
w l r i −[on timeout 680ms]−> wvrp1 { e pace ! ; hp:= fa l se ; } ;
wvrp1 −[on timeout 320ms]−> w l r i
{hpenable := hp ; s t a r t e d := true ; RI :=1000;
t d out ! ( RI ) ; t b ou t ! ( hp) ; } ;
w l r i −[ e v s en s e ?]−> wvrp2 {hp := true ; } ;
wvrp2 −[on timeout 320ms]−> whri
{hpenable := hp ; s t a r t e d := true ; RI :=1200;
t d out ! ( RI ) ; t b ou t ! ( hp) ; } ;
whri −[ e v s en s e ?]−> wvrp2 {hp := true ; } ;
whri −[on timeout 880ms]−> wvrp1 { e pace ! ; hp:= fa l se ; } ;
∗∗} ;
end pace . i ;
Listagem 5.2: Modelo AADL do marcapasso
Os dois observadores sa˜o dispositivos externos passivos e servem para indicar o valor
das varia´veis RI e hp da thread do marcapasso. Desta forma, quando RI tem seu valor setado
para 1000, o observador obsRI tem o estado lri ativado e quando RI tem seu valor setado para
1200, o observador obsRI tem o estado hri ativado. No caso do observador obsHP, quando o
modo de histerese e´ ativado (hp = true), o seu estado de comportamento hpe e´ ativado, mas
quando o modo de histerese e´ desativado (hp = false), o seu estado de comportamento hpd e´
ativado.
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5.2 Verificac¸a˜o Formal do Modelo
Para assegurar o correto funcionamento do sistema, devem ser verificadas as suas pro-
priedades. Em primeiro lugar, deseja-se que (i) o sistema na˜o possua situac¸a˜o de deadlock,
em seguida, deseja-se que (ii) o valor do per´ıodo RI seja LRI quando o modo de histerese
estiver desabilitado e (iii) seja HRI quando o modo de histerese estiver habilitado e, por fim,
deseja-se que (iv) durante o per´ıodo VRP o sistema na˜o monitore os batimentos. Nos itens a
seguir sa˜o listadas as propriedades desejadas para o sistema de marcapasso e sua respectiva
especificac¸a˜o utilizando-se os padro˜es de propriedades.
• (i) Auseˆncia de deadlock :
Deadlock-freeness
• (ii) RI deve valer LRI com o modo de histerese desabilitado:
pace.1.wlri
∧
obsRI.1.lri certainly exists globally
Ao atingir pace.1.wlri, o sistema desabilita o modo de histerese. O estado obsRI.1.lri
do observador indica que RI e´ igual a LRI.
• (iii) RI deve valer HRI com o modo de histerese habilitado:
pace.1.whri
∧
obsRI.1.hri certainly exists globally
Ao atingir pace.1.whri, o sistema habilita o modo de histerese. O estado obsRI.1.hri
do observador indica que RI e´ igual a HRI.
• (iv) o sistema na˜o deve monitorar os batimentos durante o per´ıodo VRP:
pace.1.wvrp1 precedes pace.1.wlri after pace.1.wvrp1
pace.1.wvrp2 precedes pace.1.whri
Assegura que o sistema somente passe a monitorar os batimentos (pace.1.wlri e
pace.1.whri) depois de esperar o per´ıodo VRP. Em raza˜o de pace.1.wlri ser o estado
inicial do sistema, a propriedade so´ pode ser va´lida depois do primeiro ciclo.
A especificac¸a˜o destas propriedades e´ feita utilizando-se o assistente de propriedades
apresentado no cap´ıtulo anterior. Na figura 5.2, pode ser observada a especificac¸a˜o da pro-
priedade (iv).
Os resultados da verificac¸a˜o para todas estas propriedades sa˜o verdadeiros e sa˜o apre-
sentados pela Janela das Propriedades Verificadas, como mostra a figura 5.3. Para a primeira
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Figura 5.2: Especificac¸a˜o das propriedades de verificac¸a˜o.
propriedade este resultado e´ satisfato´rio, indicando que na˜o ha´ situac¸a˜o de deadlock no sis-
tema. Para a segunda e terceira propriedade o resultado e´ satisfato´rio, indicando que RI tem
o seu valor correto dependendo do modo de histerese. Para a quarta propriedade, o resultado
tambe´m e´ satisfato´rio, pois indica que em qualquer situac¸a˜o o sistema aguarda o per´ıodo
VRP antes de monitorar os eventos card´ıacos.
Figura 5.3: Resultados da verificac¸a˜o.
Com isso, pode-se observar que o sistema modelado em AADL esta´ correto, com as
propriedades desejadas satisfeitas. Na pro´xima subsec¸a˜o e´ exemplificada uma situac¸a˜o onde
um erro de modelagem e´ inserido propositadamente e identificado com o aux´ılio do simulador.
5.2.1 Ana´lise do Contraexemplo
Esta sec¸a˜o mostra como as ferramentas desenvolvidas podem ser utilizadas para de-
tecc¸a˜o de erros de modelagem. Para isto, um erro e´ embutido no modelo da thread do
marcapasso para mostrar a funcionalidade.
A alterac¸a˜o foi feita na transic¸a˜o que sai do estado wvrp1. Esta transic¸a˜o representa
o final do per´ıodo VRP, no qual a monitorac¸a˜o dos batimentos na˜o ocorre, e leva ao estado
wlri que indica que na˜o houve um evento natural do corac¸a˜o, ou seja, um est´ımulo pace foi
enviado. No entanto, no modelo com o erro embutido, esta transic¸a˜o leva ao estado whri,
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que indicaria que um evento natural foi detectado, o que gera inconsisteˆncia no modelo. Este
trecho do modelo modificado pode ser observado na listagem 5.3.
thread implementation pace . i ( . . . )
annex behavior specification {∗∗
transitions
w l r i −[on timeout 680ms]−> wvrp1 { e pace ! ; hp:= fa l se ; } ;
wvrp1 −[on timeout 320ms]−> whri
{hpenable := hp ; s t a r t e d := true ; RI :=1000;
t d out ! ( RI ) ; t b ou t ! ( hp ) ; } ;
( . . . )
∗∗} ;
end pace . i ;
Listagem 5.3: Erro embutido na thread pace
Com este novo modelo, as mesmas propriedades sa˜o testadas, entretanto, nesta nova
condic¸a˜o, os resultados sa˜o diferentes, indicando a existeˆncia de um erro no modelo. A
propriedade que afirma que com o modo de histerese desabilitado o valor de RI e´ igual a
LRI, que anteriormente tinha seu valor verdadeiro, e´ verificada como falsa. Ale´m disso, a




obsRI.1.lri certainly exists globally (Falso)
pace.1.wvrp2 precedes pace.1.whri (Falso)
Para a primeira destas propriedades, este resultado sinaliza que existe alguma situac¸a˜o
em que o modo de histerese esta´ desabilitado (estado wlri), mas o valor de RI e´ indicado
como HRI pelo observador. Para a segunda propriedade, o resultado indica que existe uma
situac¸a˜o onde o estado whri e´ atingido sem ser precedido pelo estado wvrp2.
Na figura 5.4 pode-se observar a Janela das Propriedades Verificadas apresentando este
resultado. Esta figura montra a situac¸a˜o em que o simulador e´ utilizado para esta ana´lise.
Como pode-se observar na visa˜o do contraexemplo, e´ mostrada uma situac¸a˜o em que o estado
whri e´ atingido, sendo precedido por wvrp1.
Com isso, constata-se que a transic¸a˜o que apresenta um problema e´ a que sai do estado
wvrp1. Na janela Process View, pode-se observar que o estado whri esta´ ativo na thread pace,
enquanto que o estado lri esta´ ativo na thread obsRI. Desta forma, ao observar no modelo a
transic¸a˜o que parte do estado wvrp1, nota-se que ela leva ao estado whri, indicando o erro de
modelagem.
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Figura 5.4: Simulador utilizado para detectar erro de modelagem.
5.3 Comparac¸a˜o com Outras Propostas
As sec¸o˜es anteriores apresentaram a utilizac¸a˜o das ferramentas desenvolvidas neste
trabalho para modelar e verificar um sistema de marcapasso. Este mesmo sistema e´ utilizado
como estudo de caso da linguagem BLESS [27], discutida na sec¸a˜o 3.4, e tambe´m do trabalho
em [24], o qual faz a verificac¸a˜o usando a ferramenta Uppaal [2]. Esta sec¸a˜o tem o objetivo
de fazer uma comparac¸a˜o entre estas treˆs propostas.
Especificac¸a˜o das propriedades de verificac¸a˜o Observa-se que a especificac¸a˜o de pro-
priedades de verificac¸a˜o e´ facilitada com o assistente constru´ıdo, pois os padro˜es de propri-
edades empregados sa˜o apresentados na forma de uma linguagem natural ao usua´rio. O
conjunto de todas as propriedades especificadas neste estudo de caso e´ apresentado na lista-
gem 5.4. Para fins de comparac¸a˜o com as outras abordagens destaca-se a u´ltima propriedade,
a qual afirma que sempre antes do estado whri ser atingido, ocorre um per´ıodo VRP, que e´
o significado do estado wvrp2.
Deadlock−f r e e n e s s
pace . 1 . w l r i /\ t ex tback s l a sh obsRI . 1 . l r i c e r t a i n l y e x i s t s g l o b a l l y
pace . 1 . whri /\ t ex tback s l a sh obsRI . 1 . h r i c e r t a i n l y e x i s t s g l o b a l l y
pace . 1 . wvrp1 precedes pace . 1 . w l r i a f t e r pace . 1 . wvrp1
pace . 1 . wvrp2 precedes pace . 1 . whri
Listagem 5.4: Propriedades utilizadas no estudo de caso do marcapasso.
5.3. Comparac¸a˜o com Outras Propostas 67
No caso da linguagem BLESS a especificac¸a˜o dos requisitos do sistema deve ser feita
no momento de construc¸a˜o do modelo, utilizando a sintaxe particular da sua sublinguagem
Assertion. Nota-se que, BLESS na˜o permite a especificac¸a˜o de propriedades que utilizem
sequeˆncias de estados, pois na˜o e´ permitido o uso de operadores temporais como os emprega-
dos na lo´gica temporal. Observa-se tambe´m, como detalhado na sec¸a˜o 3.4, que a linguagem
BLESS na˜o permite a verificac¸a˜o de componentes paralelos concorrentes, somente de com-
ponentes individuais. Um exemplo de definic¸a˜o de uma propriedade do sistema por meio
de um Assertion pode ser visto na listagem 5.5. Esta propriedade tem o mesmo objetivo
da propriedade de precedeˆncia citada no para´grafo anterior, que e´ assegurar que durante o
per´ıodo correspondente a VRP os batimentos na˜o sejam monitorados no modelo do marca-
passo. Esta propriedade afirma que os eventos vp ou nr vs sempre ocorrem fora do intervalo
VRP. Observa-se pela listagem 5.5 que BLESS especifica esta propriedade sem declarar a
precedeˆncia de estados, mas para isto utiliza o conceito de intervalos de tempo. Ale´m disso,
a maneira como a especificac¸a˜o da propriedade e´ feita em BLESS e´ bem menos intuitiva do
que na abordagem proposta.
<<notVRP : : ( vp or nr vs ) @ l a s t v p o r v s and
(now−l a s t v p o r v s )>=pp . v e n t r i c u l a r r e f r a c t o r y p e r i o d>>
Listagem 5.5: Propriedade sobre o per´ıodo VRP definida em um Assertion em BLESS.
Ale´m disso, nota-se com o estudo de caso que a utilizac¸a˜o de observadores na˜o e´ per-
mitida com a linguagem BLESS. Essa linguagem na˜o permite a verificac¸a˜o de componentes
paralelos concorrentes. As propriedades utilizadas no estudo de caso da linguagem BLESS,
declaradas na forma de Assertions, sa˜o apresentadas na listagem 5.6. Estas propriedades
teˆm os mesmos objetivos das apresentadas na listagem 5.4, e permitem observar a maior
dificuldade de compreensa˜o das mesmas.
Considerando a ferramenta Uppaal, a especificac¸a˜o das propriedades e´ feita diretamente
por meio da lo´gica CTL. A mesma propriedade sobre o per´ıodo VRP e´ especificada como a
u´ltima apresentada na listagem 5.7. Esta propriedade afirma que qualquer instante de tempo
em que o sistema estiver nos estados Ventricle.WaitRI e Ventricle.start simultaneamente e´
maior do que o per´ıodo VRP. Por outro lado, esta ferramenta na˜o trabalha com a linguagem
AADL, mas com autoˆmatos temporizados, que esta˜o em um n´ıvel de abstrac¸a˜o mais baixo,
podendo ser compara´vel a ferramenta SELT. O estudo de caso apresentado em [24], que faz a
verificac¸a˜o do sistema do marcapasso em Uppaal, verifica as mesmas propriedades utilizadas
neste cap´ıtulo, apresentadas na listagem 5.7.
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<<LRL: theTime : e x i s t s t : T iming Propert i e s : : Time
in ( theTime−pp . l o w e r r a t e l i m i t i n t e r v a l ) . . theTime
that ( nr vs@t or vp@t) >>
<<URL: theTime : vp@theTime
=> not ( e x i s t s t : T iming Propert i e s : : Time
in ( theTime−pp . l o w e r r a t e l i m i t i n t e r v a l ) , , theTime
that nr vs@t or vp@t)>>
<<notVRP : : ( vp or nr vs ) @ l a s t v p o r v s and
(now−l a s t v p o r v s )>=pp . v e n t r i c u l a r r e f r a c t o r y p e r i o d>>
<<VS: : vs@now and notVRP ( ) >>
<<VP: : stat pace@now or
( ( vp or nr vs )@(now−pp . l o w e r r a t e l i m i t i n t e r v a l )
and
not ( e x i s t s t : T iming Propert i e s : : Time
in (now−pp . l o w e r r a t e l i m i t i n t e r v a l ) , , now
that ( nr vs or vp )@t) ) >>
<<PACE: theTime : vp@las t vp or vs and
( e x i s t s t : T iming Propert i e s : : Time
in ( theTime−pp . l o w e r r a t e l i m i t i n t e r v a l ) . . theTime
that vp@t) >>
<<SENSE: theTime : n r v s @ l a s t v p o r v s and
( e x i s t s t : T iming Propert i e s : : Time
in ( theTime−pp . l o w e r r a t e l i m i t i n t e r v a l ) . . theTime
that nr vs@t ) >>
<<LAST: : ( vp or nr vs ) @la s t vp or vs>>
Listagem 5.6: Propriedades utilizadas em BLESS.
A [ ] ( not deadlock )
A [ ] [ ] ( ! V e n t r i c l e : hpenable imply V e n t r i c l e : x <= V e n t r i c l e : LRI)
A [ ] ( V e n t r i c l e : hpenable imply V e n t r i c l e : x <= V e n t r i c l e : HRI)
A [ ] ( ( V e n t r i c l e : WaitRI && V e n t r i c l e : s t a r t e d ) imply V e n t r i c l e : x >=
V e n t r i c l e :VRP)
Listagem 5.7: Propriedades utilizadas em [24] com a ferramenta Uppaal.
Visualizac¸a˜o dos Resultados de Verificac¸a˜o Por meio do estudo de caso apresentado,
pode-se observar como as ferramentas desenvolvidas neste trabalho facilitam a visualizac¸a˜o
e ana´lise dos resultados de verificac¸a˜o, permitindo a simulac¸a˜o de contraexemplos.
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A proposta da linguagem BLESS na˜o permite a simulac¸a˜o dos resultados de verificac¸a˜o.
Ale´m disto, na˜o e´ gerado um contraexemplo, pois o seu processo de verificac¸a˜o somente
permite que se observe se o modelo e´ correto ou na˜o e tambe´m qual e´ a Asserc¸a˜o falsa, no
caso de na˜o ser correto.
A ferramenta Uppaal, apesar de trabalhar com uma linguagem de mais baixo n´ıvel,
permite a visualizac¸a˜o e ana´lise dos resultados de verificac¸a˜o, por meio da simulac¸a˜o de
contraexemplos.
5.4 Conclusa˜o
Este cap´ıtulo apresentou a modelagem em AADL do sistema de um marcapasso, a
especificac¸a˜o e verificac¸a˜o das suas propriedades de verificac¸a˜o com o aux´ılio das ferramentas
desenvolvidas nesta dissertac¸a˜o.
A partir deste estudo de caso, pode-se observar as facilidades proporcionadas pelo
assistente de propriedades, assim como a efica´cia da cadeia de verificac¸a˜o. Ale´m disso, e´
poss´ıvel constatar que a abrangeˆncia do sistema de padro˜es de propriedades e´ suficiente para
a verificac¸a˜o da maioria dos sistemas.
Neste cap´ıtulo podem ser observadas as facilidades trazidas pelas ferramentas de visu-
alizac¸a˜o dos resultados de verificac¸a˜o, permitindo que se encontrem erros de modelagem e
inconsisteˆncias no sistema, por meio da simulac¸a˜o de contraexemplos.
Por fim, sa˜o apresentadas as vantagens e as desvantagens das ferramentas desenvolvidas
em relac¸a˜o a outras propostas, como a linguagem BLESS e a ferramenta Uppaal. Estas
vantagens sa˜o correspondentes a` facilidade para especificac¸a˜o de propriedades de verificac¸a˜o
em alto n´ıvel e a possibilidade de simulac¸a˜o de contraexemplos de verificac¸a˜o no n´ıvel da
linguagem AADL.
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Esta dissertac¸a˜o apresentou a cadeia de verificac¸a˜o formal de propriedades utilizada no
projeto Topcased, particularmente a sua relac¸a˜o com a linguagem de descric¸a˜o de arquitetura
AADL. O projeto Topcased tem como objetivo a criac¸a˜o de me´todos e ferramentas para o
desenvolvimento de sistemas embarcados cr´ıticos, sendo um dos seus focos a verificac¸a˜o formal
de propriedades, que assegura que o sistema esta´ sendo constru´ıdo corretamente, antes da
fase de implementac¸a˜o e testes.
A primeira parte do trabalho desenvolvido constitui na elaborac¸a˜o de um assistente para
especificac¸a˜o de propriedades de verificac¸a˜o em modelos de alto n´ıvel, cuja aplicac¸a˜o e´ voltada
para a linguagem AADL. Esse assistente se baseia em um sistema de padro˜es de propriedades,
o qual e´ redefinido nesta dissertac¸a˜o. Buscou-se fazer uma simplificac¸a˜o, adotando apenas
as propriedades cruciais e as mais utilizadas na verificac¸a˜o, com o objetivo de facilitar a
especificac¸a˜o de propriedades, abstraindo o formalismo da lo´gica temporal utilizado pelas
ferramentas de verificac¸a˜o.
Em um segundo momento, este trabalho integrou o assistente de propriedades na cadeia
de verificac¸a˜o do Topcased, desenvolvendo tambe´m ferramentas para ana´lise dos resultados
de verificac¸a˜o e simulac¸a˜o de contraexemplos. Estas ferramentas se mostraram importantes
para correta compreensa˜o do modelo e correc¸a˜o de poss´ıveis erros de modelagem.
A aplicac¸a˜o das ferramentas desenvolvidas nesta dissertac¸a˜o e´ validada por meio de um
estudo de caso, onde e´ desenvolvido o modelo de um sistema de marcapasso, utilizando a
linguagem AADL. Este estudo de caso permitiu que se fizessem comparac¸o˜es entre as ferra-
mentas desenvolvidas e os trabalhos relacionados, demonstrando o potencial deste trabalho
no sentido da especificac¸a˜o das propriedades e simulac¸a˜o de contraexemplos.
Como limitac¸a˜o deste trabalho, pode-se citar que, apesar dos padro˜es de propriedades se
mostrarem abrangentes, na˜o sa˜o completos e na˜o varrem todas as possibilidades. Isso obriga
o utilizador a realizar a definic¸a˜o manual daquelas propriedades que na˜o se encaixam em um
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destes padro˜es. Outra limitac¸a˜o da cadeia de verificac¸a˜o e´ que na˜o e´ poss´ıvel a verificac¸a˜o de
componentes individuais do modelo, sendo que o ambiente deve ser modelado juntamente.
A respeito da propriedade de universalidade, conclui-se que esta na˜o deve ser utilizada
com a cadeia de verificac¸a˜o atual, pois o seu resultado na˜o e´ correto com estas ferramentas da
forma com que esta˜o implementadas. Para sua utilizac¸a˜o, deve haver uma maior interac¸a˜o
entre as ferramentas de transformac¸a˜o de modelos, como destacado nas perspectivas deste
trabalho.
As perspectivas futuras deste trabalho va˜o na direc¸a˜o de encontrar uma maneira de
identificar os estados desmembrados no momento da transformac¸a˜o de modelos, facilitando
a verificac¸a˜o de alguns dos padro˜es de propriedades, como o de universalidade. Outro ponto
deseja´vel e´ a melhoria da apresentac¸a˜o da estrutura do modelo AADL, representando os
componentes com a mesma estrutura hiera´rquica com que foram declarados no modelo.
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system implementation pacemaker . i
subcomponents
processPace : process pcmkr . i ;
oRI : device obsRI . i ;
oHP: device obsHP . i ;
dheart : device heart . i ;
connections
event data port processPace . p d out −> oRI . RIin ;
event data port processPace . p d1 out −> oHP. HPin ;
event port dheart . vsense −> processPace . h s ense ;
event port processPace . h pace −> dheart . vpace ;
end pacemaker . i ;
process pcmkr
features
p d out : out event data port behavior : : i n t e g e r ;
p d1 out : out event data port behavior : : boolean ;
h pace : out event port ;
h s ense : in event port ;
end pcmkr ;
process implementation pcmkr . i
subcomponents
tpace : thread pace . i ;
connections
event data port tpace . t d out −> p d out ;
event data port tpace . t b out −> p d1 out ;
event port h sense −> tpace . e v s en s e ;
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event port tpace . e pace −> h pace ;
end pcmkr . i ;
thread pace
features
e pace : out event port ;
e v s en s e : in event port ;
t d ou t : out event data port behavior : : i n t e g e r ;
t b ou t : out event data port behavior : : boolean ;
properties
Dispatch Protoco l => Aper iod ic ;
end pace ;
thread implementation pace . i
subcomponents
hp : data behavior : : boolean ;
hpenable : data behavior : : boolean ;
s t a r t e d : data behavior : : boolean ;
RI : data behavior : : i n t e g e r ;
annex behavior specification {∗∗
states
w l r i : i n i t i a l complete state ;
whri : complete state ;
wvrp1 : state ;
wvrp2 : state ;
transitions
w l r i −[on timeout 680ms]−> wvrp1 { e pace ! ; hp:= fa l se ; } ;
wvrp1 −[on timeout 320ms]−> w l r i
{hpenable := hp ; s t a r t e d := true ; RI :=680;
t d out ! ( RI ) ; t b ou t ! ( hp ) ; } ;
w l r i −[ e v s en s e ?]−> wvrp2 {hp := true ; } ;
wvrp2 −[on timeout 320ms]−> whri
{hpenable := hp ; s t a r t e d := true ; RI :=880;
t d out ! ( RI ) ; t b ou t ! ( hp ) ; } ;
whri −[ e v s en s e ?]−> wvrp2 {hp := true ; } ;
whri −[on timeout 880ms]−> wvrp1 { e pace ! ; hp:= fa l se ; } ;
∗∗} ;
end pace . i ;
device heart
features
vsense : out event port ;
vpace : in event port ;
properties
Dev ice Di spatch Protoco l => Aper iod ic ;
end heart ;
device implementation heart . i
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annex behavior specification {∗∗
states
ready : i n i t i a l complete state ;
wd : state ;
transitions
ready −[on timeout 680ms]−> wd{delay (680ms,880ms) ; } ;
wd −[]−> ready { vsense ! ; } ;
ready −[ vpace?]−> ready ;
wd −[ vpace?]−> ready ;
∗∗} ;
end heart . i ;
device obsRI
features
RIin : in event data port behavior : : i n t e g e r ;
properties
Dev ice Di spatch Protoco l => Aper iod ic ;
end obsRI ;
device implementation obsRI . i
annex behavior specification {∗∗
states
s0 : i n i t i a l state ;
l r i : complete state ;
h r i : complete state ;
transitions
s0 −[RIin ? when RIin = 1200]−> h r i ;
s0 −[RIin ? when RIin = 1000]−> l r i ;
h r i −[RIin ? when RIin = 1000]−> l r i ;
l r i −[RIin ? when RIin = 1200]−> h r i ;
∗∗} ;
end obsRI . i ;
device obsHP
features
HPin : in event data port behavior : : boolean ;
properties
Dev ice Di spatch Protoco l => Aper iod ic ;
end obsHP ;
device implementation obsHP . i
annex behavior specification {∗∗
states
s1 : i n i t i a l state ;
hpe : complete state ;
hpd : complete state ;
transitions
s1 −[HPin? when HPin = true]−> hpe ;
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s1 −[HPin? when HPin = fa l se ]−> hpd ;
hpe −[HPin? when HPin = fa l se ]−> hpd ;
hpd −[HPin? when HPin = true]−> hpe ;
hpd −[HPin? when HPin = fa l se ]−> hpd ;
hpe −[HPin? when HPin = true]−> hpe ;
∗∗} ;
end obsHP . i ;
thread s t a r t
features
s t o u t : out event port ;
properties
Dispatch Protoco l => Background ;
end s t a r t ;
thread implementation s t a r t . i
annex behavior specification {∗∗
states
s0 : i n i t i a l complete state ;
s1 : complete state ;
transitions
s0 −[]−> s1 { s t o u t ! ; } ;
∗∗} ;
end s t a r t . i ;
Listagem A.1: Co´digo AADL do modelo do marca passo
Anexo A
Anexo – Linguagem BLESS
E´ dividida em treˆs sublinguagens: Assertion define asserc¸o˜es e declara propriedades
do sistema sobre o tempo, utilizando lo´gica de primeira ordem, subBLESS serve como anexo
comportamental para subprogramas e BLESS serve como anexo comportamental para thre-
ads. Estas treˆs sublinguagens interagem entre si em um modelo AADL, o que permite que o
mecanismo de provas possa utilizar as declarac¸o˜es do modelo para provar o seu correto funci-
onamento. Os componentes AADL onde BLESS se aplica sa˜o Subprogram, Threads, Devices
e Systems, ale´m de todas as suas implementac¸o˜es associadas e componentes estendidos.
A.1 Assertion
Define fo´rmulas lo´gicas com restric¸o˜es temporais1, escritas entre aspas angulares (<<>>).
Segundo a lo´gica proposicional, uma asserc¸a˜o e´ uma sentenc¸a declarativa e uma proposic¸a˜o
e´ uma asserc¸a˜o avaliada com um valor verdade (verdadeira ou falsa). Em BLESS, um anexo
Assertion conte´m um predicado ou outros Assertions. Uma asserc¸a˜o em BLESS pode ser
entendida como uma fo´rmula lo´gica com paraˆmetros formais, como o tempo, que se relacionam
com features, como portas. Cada feature pode estar relacionada a um Assertion servindo,
nesse caso, como um ro´tulo (label) que sera´ relacionado em uma fo´rmula lo´gica. Permite
o uso de operadores lo´gicos (conjunc¸a˜o, disjunc¸a˜o, implicac¸a˜o), mas na˜o permite o uso de
operadores temporais (pro´ximo, no futuro) como os utilizados na lo´gica temporal.
Esta sublinguagem e´ que define as propriedades que o sistema deve cumprir sobre o
tempo. O trecho de co´digo abaixo (Listagem A.1) foi retirado de um modelo AADL referente
ao controle de um marcapasso que e´ apresentado no apeˆndice B, ele exemplifica um anexo
Assertion servindo como ro´tulo para as portas vp e nr vs.
1O autor define um Assertion como uma fo´rmula lo´gica temporal. Entretanto os operadores temporais
como G (globalmente), F (futuro), X (pro´ximo) na˜o sa˜o permitidos em BLESS, o que descaracteriza a lo´gica
temporal.
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vs : in event port ;
vp : out event port
{BLESS : : As se r t i on=>”<<VP( )>>”};
n r vs : out event port
{BLESS : : As se r t i on=>”<<VS( )>>”};
Listagem A.1: exemplo de ro´tulos em features
No exemplo do trecho de co´digo abaixo (Listagem A.2), tambe´m retirado do modelo do
marcapasso no apeˆndice B, pode-se observar treˆs asserc¸o˜es definidas em um anexo AADL. A
primeira, LRL, define um intervalo de tempo entendido como lower rate limit, que serve como
o per´ıodo mı´nimo para ocorreˆncia de eventos nas portas vp ou nr vs, ou seja, esta asserc¸a˜o
se torna uma proposic¸a˜o verdadeira sempre que ocorrer um evento em alguma destas portas
dentro deste intervalo de tempo. A asserc¸a˜o notVRP e´ verdadeira quando ocorrer um evento
nas portas vp ou nr vs e o instante em que este evento ocorrer for maior do que um dado
intervalo de tempo definido como VRP.
<<LRL: theTime : e x i s t s t : T iming Propert i e s : : Time
in ( theTime−pp . l o w e r r a t e l i m i t i n t e r v a l ) . . theTime
that ( nr vs@t or vp@t) >>
<<notVRP : : ( vp or nr vs ) @ l a s t v p o r v s and
(now−l a s t v p o r v s )>=pp . v e n t r i c u l a r r e f r a c t o r y p e r i o d>>
Listagem A.2: Assertion definindo propriedades.
A.2 SubBLESS
Esta sublinguagem serve como anexo a subprogramas, com o objetivo de definir o seu
comportamento. Juntamente com um anexo subBLESS podem ser declarados Assertions, e a
maneira com que esses elementos interagem e´ analisada por meio do mecanismo de provas. O
anexo SubBLESS procura garantir que um dado subprograma garanta as suas especificac¸o˜es.
Os seus elementos sa˜o:
• Availability : E´ usado com modelos PLE (Product Line Engeneering) para controlar
quais caracter´ısticas um produto possui2;
• Assertions;
• Pre´-condic¸a˜o: predicado que precisa ser verdadeiro nos paraˆmetros do subprograma;
2PLE e´ um processo na produc¸a˜o de novos softwares e o plug-in que estende AADL para suportar PLE e´
Fault Tree Analysis (FTA).
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• Po´s-condic¸a˜o: predicado que sera´ verdadeiro apo´s a execuc¸a˜o do subprograma;
• Existential lattice quantification: define varia´veis e comportamento da ac¸a˜o.
O anexo subBLESS na˜o permite acesso a portas e tempo.
O trecho de co´digo abaixo (Listagem A.3) exemplifica a utilizac¸a˜o do anexo subBLESS,
onde podem ser observadas as po´s-condic¸o˜es, asserc¸o˜es, declarac¸a˜o de varia´veis e o compor-
tamento da ac¸a˜o. O exemplo define uma func¸a˜o para fazer a multiplicac¸a˜o de dois nu´meros,





x : in parameter number ;
y : in parameter number ;
z : out parameter number ;
annex subBLESS {∗∗
post z=x∗y −−po s t c ond i t i on r e l a t i n g r e s u l t to va l u e s o f inpu t s




features −−cube i s a l s o a func t i on
x : in parameter number ;
y : out parameter number ;
mul : requires subprogram access mul ;
annex subBLESS {∗∗
post y=x∗x∗x
variables −−e x i s t e n t i a l q u a n t i f i c a t i o n in t roduce s l o c a l v a r i a b l e s
tmp : number ;
{ mul (x , x , tmp) −−invoke mul as subprogram
; <<tmp=x∗x>>
−−s e q u e n t i a l composi t ion
y := mul (tmp , x ) <<y=x∗x∗x>> } −−invoke mul as f unc t i on
∗∗} ;
end cube ;
Listagem A.3: exemplo de anexo subBLESS
A.3 BLESS
A sublinguagem BLESS e´ aplicada para definir o comportamento de threads, podendo
tambe´m ser usada em devices e systems. Em um anexo BLESS podem ser declarados os
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seguintes elementos:
• Availability : E´ usado com modelos PLE (Product Line Engeneering) para controlar
quais features um produto possui;
• Assertions: declarac¸a˜o de fo´rmulas lo´gicas, exprimindo as propriedades do sistema;
• Invariante: a proposic¸a˜o declarada pelo invariante deve ser sempre verdadeira, e´ o
que garante que o sistema cumpra com as especificac¸o˜es, segundo o funcionamento do
mecanismo de provas;
• Varia´veis;
• Sistema de transic¸a˜o de estados.
Pode ser inserida em modelos AADL atrave´s de anexos. Se aplicada a um componente,
se torna aplica´vel a todas as implementac¸o˜es associadas. Se um componente e´ estendido,
anexos definidos em um ancestral sa˜o aplicados em seus descendentes, exceto quando este
u´ltimo define seu pro´prio anexo. Um anexo pode ser especificado para um determinado modo.
Se na˜o e´ espec´ıfico a algum modo, e´ aplicado a todos os modos. O exemplo apresentado na
listagem A.4 mostra um sistema de transic¸a˜o de estados que conta o nu´mero de ocorreˆncias
de eventos na porta tick e envia este valor pela porta sp.
thread speed
features
t i c k : in event port { Dequeue Protocol => Al l I tems ; } ;
sp : out data port BLESS : : i n t e g e r ;
properties
Dispatch Protoco l => p e r i o d i c ;
Per iod => 1 s ;
end speed ;
thread implementation speed . i
annex BLESS {∗∗
states
s0 : i n i t i a l complete state ;
s1 : f i n a l state ; −−entered by invok ing f i n a l i z e en t r ypo in t
transitions
s0 −[ ]−> s0 { sp := t i ck ’ count }
∗∗} ;
end speed . i
Listagem A.4: exemplo de anexo BLESS
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A.4 Mecanismo de Provas
O mecanismo de prova da linguagem BLESS funciona da seguinte maneira: o objetivo
majorita´rio e´ provar que o invariante e´ sempre verdadeiro. A partir disto e´ constru´ıda uma
a´rvore de obrigac¸o˜es de prova, onde o invariante e´ o primeiro no´ a ser inserido, sendo seguido
pelos estados completos (complete states) do anexo comportamental que devem todos implicar
no invariante.
Dessa forma e´ constru´ıda a a´rvore de provas, onde cada nodo e´ um Assertion, sendo
que o primeiro e´ o invariante, os imediatamente abaixo sa˜o os estados completos, os abaixo
destes sa˜o os estados que implicam nestes e assim por diante segundo o sistema de transic¸a˜o
de estados modelado.
Apo´s constru´ıda a a´rvore, o mecanismo de prova se utiliza da lo´gica proposicional para
provar cada uma das obrigac¸o˜es, criando teoremas. Cada um dos no´s da a´rvore e´ provado
ate´ se chegar na prova do invariante, que diz que o sistema cumpre com as especificac¸o˜es.
O trecho de co´digo abaixo (Listagem A.5), referente ao modelo apresentado no apeˆndice
B, apresenta a declarac¸a˜o de um invariante, VVI, e de duas asserc¸o˜es referenciadas a estados
completos, PACE e SENSE.
<<PACE: theTime : vp@las t vp or vs and
( e x i s t s t : T iming Propert i e s : : Time −−t h e r e i s a time
in ( theTime−pp . l o w e r r a t e l i m i t i n t e r v a l ) . . theTime
−−in the prev ious LRL i n t e r v a l ms
that vp@t) >> −−with a v e n t r i c u l a r pace
−−a v e n t r i c u l a r sense occurred in the prev ious LRL i n t e r v a l
<<SENSE: theTime : n r v s @ l a s t v p o r v s and
( e x i s t s t : T iming Propert i e s : : Time −−t h e r e i s a time
in ( theTime−pp . l o w e r r a t e l i m i t i n t e r v a l ) . . theTime
that nr vs@t ) >>
invariant
−−goa l i s to prove VVI i s a lways t rue
−−When turned on , t h e r e w i l l a lways be a paced or sensed
−−hea r t b ea t in the prev ious LRL i n t e r v a l
<<VVI : : LRL(now) >>
Listagem A.5: Declarac¸a˜o de asserc¸o˜es
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Na Listagem A.6 observam-se as provas que sa˜o geradas a partir deste trecho de co´digo,
onde os estados completos devem implicar no invariante.
P << >>
S [73]=>
Q [ 7 3 ] <<LRL(now)>>
Reason : In i t i a l Thread Obl i ga t i on s
What for : All i n i t i a l proo f o b l i g a t i o n s of thread
have c o r r e c t n e s s p roo f s .
P [ 8 6 ] <<PACE(now)>>
S [73]=>
Q [ 7 3 ] <<LRL(now)>>
What for : <<M( pace )>> => <<I>> from invariant I when complete state
pace has Asse r t i on <<M( pace )>> in i t s d e f i n i t i o n .
P [ 9 0 ] <<SENSE(now)>>
S [73]=>
Q [ 7 3 ] <<LRL(now)>>
What for : <<M( sense )>> => <<I>> from invariant I when complete state
s ense has Asse r t i on <<M( sense )>> in i t s d e f i n i t i o n .
Listagem A.6: Mecanismo de prova cria a a´rvore de provas a partir das asserc¸o˜es
Na listagem A.7 apresenta-se um exemplo de um teorema criado pela ferramenta de
provas, utilizado para provar um dos no´s da a´rvore de prova.
Theorem (24)
[ s e r i a l 1066 ]
102 {P} <<vp@now and now = l a s t v p o r v s>>
101 S =>
86 {Q} <<PACE(now)>>
by S u b s t i t u t i o n of Asse r t i on Labels
Normal izat ion Axioms :
Add Unnecessary Parentheses For No Good Reason : a = ( a )
R e f l e x i v i t y of Equal i ty : ( a=b) = (b=a )
and theorem 23 :
Theorem (23) [ s e r i a l 1152 ] used for :
s u b s t i t u t e d Asser t i ons ’ p r e d i c a t e s for l a b e l s [ s e r i a l 1066 ]
Listagem A.7: Exemplo de um teorema gerado para as provas
O suporte a` linguagem BLESS e´ providenciado por meio de uma ferramenta desenvol-
vida pelo mesmo instituto criador da linguagem. O objetivo desta ferramenta e´ ser integrada
ao plug-in OSATE, que oferece suporte a` linguagem AADL. BLESS Prof Tool executa o
parsing do modelo AADL, identificando os seus elementos e os elementos que devem ser usa-
dos no mecanismo de prova, e logo apo´s forma a a´rvore de provas e executa o mecanismo
completo.
Anexo B
Anexo – Modelo do Marcapasso em
AADL com o anexo de Linguagem
BLESS
−−VVI. aad l
−−s imp le s i n g l e−chamber pacemaker , VVI mode
system VVI
features
s t a t p a c e : in event port ; −−immediate ly s t a r t pacing
vs : in event port ; −−a v e n t r i c u l a r con t rac t i on has been sensed
vp : out event port −−pace v e n t r i c l e
{BLESS : : As se r t i on=>”<<VP( )>>”};
n r vs : out event port −−non−r e f r a c t o r y v e n t r i c u l a r sense
{BLESS : : As se r t i on=>”<<VS( )>>”};
annex BLESS
{∗∗
a s s e r t
−−lower ra t e l im i t : t h e r e was a pace or non−r e f r a c t o r y
−−sense b e f o r e theTime , w i th in the LRL i n t e r v a l
<<LRL: theTime : e x i s t s t : T iming Propert i e s : : Time
in ( theTime−pp . l o w e r r a t e l i m i t i n t e r v a l ) . . theTime
that ( nr vs@t or vp@t) >>
−−upper ra t e l im i t , same as u r l= l r l f o r VVI
<<URL: theTime : vp@theTime
=> not ( e x i s t s t : T iming Propert i e s : : Time
in ( theTime−pp . l o w e r r a t e l i m i t i n t e r v a l ) , , theTime
that nr vs@t or vp@t)>>
−−v e t r i c u l a r r e f r a c t o r y per iod :
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−−t h e r e was a pace or non−r e f r a c t o r y sense
−−b e f o r e theTime , w i th in VRP
<<notVRP : : ( vp or nr vs ) @ l a s t v p o r v s and
(now−l a s t v p o r v s )>=pp . v e n t r i c u l a r r e f r a c t o r y p e r i o d>>
−−meaning o f VS marker i s nr v s out por t event
−−shou ld g e t from Asser t ion annexed to AADL por t from OSATE
<<VS: : vs@now and notVRP ( ) >>
−−meaning o f VP marker i s vp out por t event
−−f o r VVI, vp ! means ( vp or nr vs ) occurred LRL i n t e r v a l ago
−−and not s ince
<<VP: : −− l a s t pace or sense LRL i n t e r v a l ago , or s t a t pace
stat pace@now or
( ( vp or nr vs )@(now−pp . l o w e r r a t e l i m i t i n t e r v a l )
and −−t h e r e does not e x i s t a time
not ( e x i s t s t : T iming Propert i e s : : Time
−−s ince then , note ” , ,”
in (now−pp . l o w e r r a t e l i m i t i n t e r v a l ) , , now
−−with a non−r e f r a c t o r y v e n t r i c u l a r sense or pace
that ( nr vs or vp )@t) ) >>
−−a v e n t r i c u l a r pace occurred in the prev ious LRL i n t e r v a l
<<PACE: theTime : vp@las t vp or vs and
( e x i s t s t : T iming Propert i e s : : Time −−t h e r e i s a time
in ( theTime−pp . l o w e r r a t e l i m i t i n t e r v a l ) . . theTime
−−in the prev ious LRL i n t e r v a l ms
that vp@t) >> −−with a v e n t r i c u l a r pace
−−a v e n t r i c u l a r sense occurred in the prev ious LRL i n t e r v a l
<<SENSE: theTime : n r v s @ l a s t v p o r v s and
( e x i s t s t : T iming Propert i e s : : Time −−t h e r e i s a time
in ( theTime−pp . l o w e r r a t e l i m i t i n t e r v a l ) . . theTime
−−in the prev ious LRL i n t e r v a l ms
that nr vs@t ) >> −−with a non−r e f r a c t o r y VS
−−the l a s t VP or non−r e f r a c t o r y VS occurred at l a s t v p o r v s
<<LAST: : ( vp or nr vs ) @la s t vp or vs>>
invariant
−−goa l i s to prove VVI i s a lways t rue
−−When turned on , t h e r e w i l l a lways be a paced or sensed
−−hea r t b ea t in the prev ious LRL i n t e r v a l
<<VVI : : LRL(now) >> −−LRL i s true , whenever ”now” i s
variables
l a s t v p o r v s : p e r s i s t e n t Timing Propert i e s : : Time ;
−−t ime o f l a s t v e n t r i c u l a r pace or sense
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states
s t a r t : i n i t i a l state −−powered−up , awa i t ing implant
<<notVRP ( )>>;
o f f : f i n a l state ; −−upon ” s top ”
pace : complete state
−−a v e n t r i c u l a r pace has occured in the
−−prev ious LRL−i n t e r v a l m i l l i s e c ond s
<<PACE(now)>>;
s ense : complete state
−−a v e n t r i c u l a r sense has occured in the
−−prev ious LRL−i n t e r v a l m i l l i s e c ond s
<<SENSE(now)>>;
check pace vrp : state
−−an execu te s t a t e to check i f vs i s in vrp
<<vs@now and PACE(now)>>;
check s en s e v rp : state
−−need a d i f f e r e n t check s t a t e f o r sense
<<vs@now and SENSE(now)>>;
transitions
T1 START BY STAT PACE: −−s t a r t pacing on STAT PACE
s t a r t −[on d i spatch s t a t p a c e ]−> pace
{<<stat pace@now>>vp!<<vp@now>> −−cause f i r s t pace
&l a s t v p o r v s :=now<<l a s t v p o r v s=now>>};
T2 START BY VS : −− f i r s t event v e n t r i c u l a r sense
s t a r t −[on d i spatch vs]−> s ense
−−record time o f most recen t event ,
−−s t a r t t imeouts wi th nr vs !
{ l a s t v p o r v s :=now<<l a s t v p o r v s=now>>
& <<VS( )>>
nr vs !<<nr vs@now>>};
T3 PACE LRL AFTER VP : −−pace when LRL times out
pace −[on d i spatch timeout ( vp nr vs )
pp . l o w e r r a t e l i m i t i n t e r v a l ms]−> pace
{ <<VP( )>>
vp!<<vp@now>>
&l a s t v p o r v s :=now<<l a s t v p o r v s=now>>};
T4 VS AFTER VP : −−sense a f t e r pace=>check i f in VRP
pace −[on d i spatch vs]−> check pace vrp {} ;
T5 VS AFTER VP IN VRP : −− vs in VRP, go back to ”pace” s t a t e
check pace vrp −[ −−a and c and b and x and y and x and z
(now−l a s t v p o r v s )<pp . v e n t r i c u l a r r e f r a c t o r y p e r i o d
]−> pace {} ;
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T6 VS AFTER VP IS NR : −−vs a f t e r VRP,
−−go to ” sense ” s t a t e , send nr vs ! , r e s e t t imeouts
check pace vrp −[(now−l a s t v p o r v s )>=
pp . v e n t r i c u l a r r e f r a c t o r y p e r i o d ]−> s ense
{ <<VS( )>>
nr vs !<<nr vs@now>> −−send nr vs ! to r e s e t t imeouts
&l a s t v p o r v s :=now<<l a s t v p o r v s=now>>};
T7 PACE LRL AFTER VS : −−pace when LRL times out a f t e r VS
s ense −[on d i spatch timeout ( vp nr vs )
pp . l o w e r r a t e l i m i t i n t e r v a l ms]−> pace
{<<VP( )>>
vp!<<vp@now>>
&l a s t v p o r v s :=now<<l a s t v p o r v s=now>>};
T8 VS AFTER VS : −−check i f vs in VRP
s ense −[on d i spatch vs]−> check s en s e v rp {} ;
T9 VS AFTER VS IN VRP : −− vs in VRP, go back to ” sense ” s t a t e
check s en s e v rp −[(now−l a s t v p o r v s )<
pp . v e n t r i c u l a r r e f r a c t o r y p e r i o d ]−> s ense {} ;
T10 VS AFTER VS IS NR : −−vs a f t e r VRP i s non−r e f r a c t o r y
check s en s e v rp −[(now−l a s t v p o r v s )>=
pp . v e n t r i c u l a r r e f r a c t o r y p e r i o d ]−> s ense
−−r e s e t t imeouts wi th nr vs ! por t send
{ <<VS( )>>
nr vs !<<nr vs@now>> −−non−r e f r a c t o r y v e n t r i c u l a r sense
&l a s t v p o r v s :=now<<l a s t v p o r v s=now>>};
T11 STOP : −−turn o f f pacing
s t a r t , pace , s ense −[on d i spatch stop]−> o f f {} ;
∗∗} ; −−end o f annex subc l au s e
end VVI ;
−−end o f VVI . aad l
Listagem B.1: Co´digo fonte do modelo do marca passo VVI.aadl
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