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1. Introducción 
 
En el presente, el desarrollo del software tiene una etapa sumamente 
problemática, la cual representa para este un gran porcentaje del costo del mismo, dicha 
etapa es la modificación del software. 
 
La etapa antes mencionada, insume una gran cantidad de recursos, por esto es 
que  es tan costosa para el desarrollo del software, dado que esta implica cambios en el 
mismo que pueden significar modificaciones con un nivel de complejidad tal que llegue 
a verse afectado todo el modelo, provocando de esta manera que el costo de tal 
modificación sea altamente elevado. 
 
La aparición de la AOP [Regan04, Rodriguez04, ACEF03]  promete la solución 
a este inconveniente, permitiéndonos una moduralizacion más especifica que la que 
hasta ahora se maneja. Esto es posible gracias a los conceptos que introduce, los cuales 
serán vistos mas adelante en el presente trabajo. 
 
No obstante, la AOP esta en una temprana etapa de su desarrollo, y a raíz de 
esto, no es posible una identificación completa de su potencial, al contrario, este es el 
objetivo que se debe plantear para poder utilizarlo de manera eficiente. 
 
La condición a la que se hace referencia mas arriba genera una gran diversidad 
de alternativas a seguir en lo que a la investigación se refiere. El principal objetivo a 
seguir es la aseveración de la AOP como paradigma o no. 
 
No es difícil de ver que este objetivo confiere una gran dificultad, por lo cual lo 
primero que deberíamos hacer seria establecer sub. Objetivos para llegar a la resolución 
del objetivo principal. 
 
Hasta el momento solo se puede inferir la potencialidad de la AOP, pero no se 
ha investigado para poder aseverar la condición de paradigma de la misma. No obstante 
existen los trabajos en los cuales se refuta esto como por ejemplo [Steimann04] y 
aquellos en los que se le asigna una gran potencialidad como [KR04, CHOT99].  
 
Claro esta que para afirmar que la AOP es un nuevo paradigma de programación 
tendríamos que tener las suficientes pruebas de que la misma cumple con una gran 
cantidad de implicancias que esta aseveración comprende. Se puede ver con claridad 
que la demostración de aquellas características necesarias para poder asegurar la calidad 
de paradigma de la AOP posee un elevado nivel de complejidad. 
 
El largo camino de la investigación de la AOP en profundidad en búsqueda de la 
aseveración o no de la calidad de paradigma es una ardua tarea pero no por eso 
imposible, no obstante en el presente trabajo se pretende colaborar en los comienzos de 
esa larga investigación, pues esa investigación en su totalidad escapa al mismo. 
 
En el presente trabajo lo que se propone es la incursión por parte de la AOP en 
concerns aplicativos, lo cual expandirá el campo de investigación de la misma en aras 
de un mejor conocimiento de las bondades aportada por esta, así como también será de 
utilidad en la justificación que requiere el hecho de tomar una posición a favor o en 
contra de la clasificación de la misma como paradigma. 
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El objetivo del presente trabajo es mostrar que los aspectos pueden ser utilizados 
en concerns aplicativos para una mejora en las soluciones obtenidas hasta el momento 
mediante la utilización de las técnicas actuales. Este objetivo, lejos de carecer de 
importancia, es una parte importante en el camino del descubrimiento de las bondades 
de la AOP. 
 
Este objetivo ha sido planteado a razón de que la utilización de la AOP en el 
presente le confiere a esta la suficiente importancia, quizás esto sirva a los detractores 
en su opinión sobre la misma. Esto se vera con mas detalles en lo sucesivo. 
 
Los resultados esperados son claros, se espera  inmiscuirse en concerns 
aplicativos con la AOP, es decir, ampliar el campo de aplicación de la misma. Esto será 
llevado a cabo mediante la utilización de un ejemplo y si generalización para no dejar 
emparentada la aplicación de la misma al ejemplo particular.  
 
Se espera también aportar a la investigación antes mencionada de las 
características de la AOP, además de llegar a visualizar con claridad cuales son las 
ventajas de su utilización con respecto a las técnicas que hoy día son las encargadas de 
brindarnos las herramientas necesarias para la solución de los problemas. 
 
En el capitulo numero 2 se presentara el ejemplo que será utilizado para la 
aplicación de la AOP. A continuación, en el capitulo numero 3 se dará una introducción 
a la OOHDM.  
 
En el capitulo 4 se resolverá con las técnicas actuales, en el capitulo 5 se 
comentaran los problemas encontrados. 
 
Luego, en el capitulo numero 6 se dará una introducción a la AOP, paso 
siguiente se comentara el uso actual de la AOP en el capitulo numero 7 y en el capitulo 
8 se propondrá una solución al ejemplo utilizando la AOP. 
 
En ese punto tendremos las dos soluciones al ejemplo propuesto y tendremos las 
herramientas necesarias para poder embarcarnos en una comparación de las soluciones 
propuestas por una y otra, lo cual nos permitirá observar las ventajas de la utilización de 
la AOP, lo cual será presentado en el capitulo numero 9. 
 
En el capitulo 10 se especificara una generalización del ejemplo. 
 
También en esta instancia del trabajo habremos visto como la AOP puede ser 
utilizada en concerns aplicativos, que es el objetivo del mismo. 
 
Lógicamente por ultimo tendremos una conclusión que se vera en el capitulo 11 
y un trabajo futuro que será planteado en el capitulo 12. El capitulo 13 constara de las 
referencias del trabajo. 
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2. Motivación 
          
Durante mucho tiempo se ha tratado de perfeccionar el desarrollo del software y 
se sigue perfeccionando día a día con nuevas técnicas que basándose en anteriores 
agregan herramientas para solucionar inconvenientes no tomados en cuenta con 
anterioridad o simplemente nuevas soluciones de distintas características. 
 
Este constante avance por parte de las técnicas de desarrollo de software nos 
lleva a métodos de desarrollo cada vez más perfeccionados y metódicos, mediante lo 
cual se disminuyen los errores en el procedo de desarrollo del software, mejorando la 
calidad del mismo. 
 
La evolución de estas técnicas escapa al alcance del presente trabajo, razón por 
la cual no será desarrollada. 
  
Si bien estas técnicas son muy importantes en el desarrollo del software y de 
hecho no podrían faltar, hay cuestiones que todavía no han podido ser solucionadas por 
las mismas. 
 
El ciclo de vida de un sistema es directamente proporcional a la capacidad del 
mismo para adaptarse a los cambios que el ambiente en el que se desenvuelve  sufre con 
el paso del tiempo, esta es una cuestión a tomar muy en cuenta en el desarrollo del 
sistema, pues es el mayor riesgo del mismo, los cambios que puedan surgir en base al 
ambiente en el cual se encuentra dicho sistema tiene una muy variada gama de 
importancia, esto es, posibilidad o no de pasar por alto al mismo y dificultad, esto es, 
costo de ser afrontado (con todo lo que significa un cambio cuando el software esta en 
producción). 
 
Claro esta que los cambios mencionados anteriormente no son evitables y mucho 
menos predecibles, si no, no serian tales, es decir, pasarían a ser cuestiones conocidas a 
priori que deberían ser analizadas y solucionadas en la etapa de diseño del mismo. 
Con esto queda totalmente descartada la posibilidad de saber con anterioridad aquellos 
cambios para los cuales el sistema deba estar preparado. 
 
Lo expuesto no contempla aquellos casos en los que los requerimientos cambian 
de manera radical, de ser este el caso, ya no estaríamos hablando del mismo sistema al 
cual se lo enfrenta a una nueva realidad, lo que  representaría un cambio absoluto del 
sistema, si no que estaríamos hablando de un error en el planteo inicial del sistema, lo 
cual ocurre por razones muy diferentes y de complejo análisis, las cuales merecen una 
gran atención y discusión que escapan a los alcances del presente trabajo a pesar de su 
gran importancia y de despertar un gran interés. 
 
Ahora bien, volvamos a los casos a los que se hace referencia mas arriba, 
aquellos en los que el software necesita adaptación a su entorno. 
 
En estos casos tenemos un sistema en funcionamiento y un ambiente (en el cual 
se desenvuelve el mismo) con sus fluctuaciones, las cuales pueden requerir nuevas 
“responsabilidades” por parte del software o algún cambio en las ya poseídas, es 
importante tener en cuenta que de darse el segundo caso habrían dos posibilidades, o 
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bien el entorno cambio alguna característica que si bien no requiere algo nuevo 
modifica algún requerimiento que ya poseía o bien hubo alguna falla en la etapa inicial, 
claro esta que el caso al cual nos estaremos refiriendo en el presente trabajo es el 
primero, el otro caso se referiría a los problemas mencionados en el párrafo anterior. 
 
Veamos más claramente, la situación planteada, mediante un pequeño ejemplo: 
 
Supongamos tener un sistema de manejo de archivos en una pequeña empresa 
familiar, en este caso tenemos como elementos principales al sistema que cumple con 
los requerimientos iniciales del problema a solucionar dentro de la empresa y por otro 
tenemos al ambiente en el que se desenvuelve, es decir, a la clase de problemas que 
debe solucionar el mismo, que es la empresa familiar. 
 
Ahora bien, es lógico que al haber un crecimiento de la empresa, esto traiga 
consigo alguna repercusión en el software encargado de solucionar los inconvenientes, 
el caso podría plantearse por ejemplo, en el crecimiento de la empresa en cuanto a 
personal o la simple organización de la misma mediante la definición de una escala de 
responsabilidades, esto claramente estaría asignando a cada integrante deberes y 
derechos, es decir, cada uno será responsable de tareas especificas para las cuales 
requerirá cierta información a la cual debería tener acceso y habría información la cual 
resultaría relevante para el mismo, esto es claramente el ampliamente conocido 
problema del control de acceso a la información y funcionalidad del sistema, lo cual 
representa un manejo de usuarios. 
 
Este caso, es muy conocido y deja dudas en cuanto a si es o no algo predecible, 
aclaremos un poco esto antes de seguir adelante. 
 
Sabemos que el manejo de usuarios es algo muy común en un sistema, lo cual 
nos abre una duda o mejor dicho, pone a este requerimiento como algo innato en 
cualquier sistema lo cual invalidaría el ejemplo por lo que se expuso anteriormente en 
cuanto al trato de dichos problemas. A pesar de que esto es un hecho en todos los 
sistemas, no lo es, en otras palabras, el control de acceso es un clásico problema de todo 
software, pero como mencionamos mas arriba, este (el software) no es el único 
“integrante” de una solución, si no que también tenemos el ambiente en el cual se 
desarrollara que en realidad es lo que nos daría las herramientas necesarias para tomar la 
decisión de que el sistema tenga o no control de acceso, en otras palabras, si bien el 
control de acceso es algo innato del software, esta es una apreciación un tango genérica 
del mismo, ya que esta muy relacionada con el entorno en el cual se desenvolverá dicho 
software. 
 
Por esta razón es que el problema planteado deja de ser predecible a priori, pues 
en el ejemplo expuesto el entorno comenzó siendo algo muy sencillo y debido al 
cambio que se dio en la empresa, sus requerimiento iniciales dejaron de ser suficientes y 
se introdujeron cosas tales como asignaciones de responsabilidades y accesos 
restringidos tanto a información como a funcionalidades del mismo. 
 
El manejo de estas situaciones el la parte mas difícil y costosa de la informática, 
razón por la cual no cesa la investigación de técnicas cada vez mas avanzadas para la 
solución de las mismas, lo cual no ha había tenido mucho éxito hasta el momento. 
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Esta situación fue algo que trajo complicaciones muy importantes en el 
desarrollo del software y más aun en aquellos que tienen la característica de 
“manejarse” con entornos muy cambiantes como son los sistemas Web o 
navegacionales los cuales requieren de una gran capacidad de adaptación a cambios. 
 
Hasta ahora no se había tenido éxito en la búsqueda de métodos que permitieran 
soslayar semejante problema, con lo cual, estábamos limitados a hacer análisis que 
fueran sobre tratados, es decir, con requerimientos en vista a posibles cambios 
esperados en el entorno del mismo, lo cual nos recuerda a la frase, mejor prevenir que 
curar, esto nos ponía por así decirlo en el papel de futurólogos (hablando 
informalmente), lo cual era un situación sumamente difícil debido a que esto nos 
obligaba a determinar un punto de corte en el hecho de “adivinar” las posibles 
fluctuaciones del entorno del sistema en cuestión, haciendo muy subjetiva la tarea del 
desarrollo del software, pues alguien podría determinar o “predecir” ciertos cambios de 
entorno y otro podría no estar de acuerdo en estos y definir menos o mas haciendo así 
que un mismo sistema tenga diferentes interpretaciones, lo cual complica aun mas las 
cosas y requería una estandarización. 
 
El ejemplo que aquí veremos pretende servir como herramienta para la 
introducción del uso de la AOP en concerns aplicativos, como podremos ver no es un 
ejemplo con características especiales, si no que es un ejemplo que bien se presenta en 
situaciones conocidas, por este motivo es que a pesar de ser un ejemplo especifico, este 
ayudara en el camino hacia la meta del presente trabajo. 
 
El ejemplo consiste en una exposición (de cualquier tema, por ejemplo podría 
ser de autos) donde nosotros podamos visitar c/ pieza de exposición mediante una 
aplicación Web; además las piezas pueden estar relacionadas por marca, es decir, si 
estamos navegando en una pieza de la marca X, podríamos ir directamente a las otras 
piezas de la misma marca, también tendrían una relación por característica, permitiendo 
poder realizar lo mismo que con la marca, A su vez se podría tener en cuenta por 
ejemplo, el diseñador, los elemento que la forman, el costo, etc.. 
 
Además también se podría tener la relación del lugar donde se crea, es decir, 
desde la pieza me podría ir a “visitar” el país de origen de la misma, permitiendo de esta 
manera abrir el campo de la navegación, mas allá de la exposición, pues podría 
consultar características del lugar de origen de la pieza tales como la fundación, el área, 
las autoridades, actividad económica, etc., lo cual nuevamente nos permitiría una nueva 
expansión del área de navegación, pues por ejemplo cuando se navega en las 
autoridades podríamos también ir a la zona de una autoridad, podríamos navegar los 
países que estén relacionados en la actividad económica del país que estamos 
navegando, etc. Además también podríamos tener la posibilidad de expandir la 
navegación desde el creador de la pieza hacia, por ejemplo, el lugar de nacimiento, la 
historia de la familia, y demás características personales del individuo. 
 
Este ejemplo hasta acá tiene, además de las implicaciones de los datos que 
representa (características del auto, marca del auto, diseñador, etc...), las implicaciones 
de la navegación, que a su vez también son problemas del dominio de la aplicación, 
pues además de querer representar los elementos de la exposición, también queremos 
representar el hecho de la visita a cada uno de sus elementos siguiendo relaciones entre 
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los mismos, las cuales pueden ser de distinta clase (una relaciones entre dos elementos 
de la exposición podría ser la marca de estos, otra seria el diseñador, etc..) 
 
Además ahora supongamos estar viajando y requerir una estación de servicios, 
podríamos tener la posibilidad de consultar la estación de servicio mas cercana y porque 
no el camino a seguir para encontrarla. 
 
También se podría pensar en obtener ayuda del sistema cuando estemos en la 
situación tal como buscar una farmacia de turno por ejemplo o la ubicación / recorrido 
de un museo con sus cuadros y datos de los autores. 
 
En esta última parte, el ejemplo ha evolucionado, es decir, este se ha visto 
ampliado en sus funciones, pues ahora también requiere interacción del usuario más 
compleja que pura navegación; el sistema (a partir de este agregado) tiene la 
“responsabilidad” de dejar de ser un sistema de navegación puro, para brindar ayuda 
mas relacionada con los requerimientos de los usuarios, como pueden ser cualquiera de 
las consultas que se proporcionan mas arriba. 
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3. Introducción a OOHDM 
 
Las metodologías tradicionales de ingeniería de software si bien son genéricos, 
lo que en principio significa que son aplicables a cualquier clase de situaciones, no es 
difícil observar que en el caso del ejemplo planteado anteriormente como eje central del 
trabajo y herramienta para llegar a una conclusión final del mismo, estas tienen escasa 
capacidad para tratarlos o lo que es lo mismo, el potencial que ofrecen no es suficiente 
para su tratado. 
 
Es por eso que existen otras metodologías para estos problemas, hay muchas y 
podríamos mencionar algunas tales como RMM, OOHDM, UWE  y Hera que abren el 
foco de las mismas para tener la capacidad de soslayar esta falta existente en las 
técnicas más tradicionales en estos casos relativamente nuevos en el mundo del 
software. 
 
En el presente trabajo se hará una breve reseña sobre OOHDM (Object-Oriented 
Hypermedia Design Methodology) [SVGR01, SRB95, SR98, SRB96, LR99, SREL01, 
GMR00, SR95, LRS98]. 
 
OOHDM propone la división de la obtención de requerimientos, presente en 
todos los sistemas, en cinco  etapas a saber: 
 
 
• Identificación de roles y tareas: 
Los resultados esperados de esta etapa son la 
identificación de los roles de cada uno de los usuarios potenciales 
de nuestro sistema, mediante la utilización del análisis del 
dominio del sistema e identificar las tareas que deberá soportar 
cada uno de estos. 
 
• Especificación de escenarios: 
Los escenarios es la forma en que la aplicación será, para 
esto se utiliza una descripción de las tareas del sistema, se deberá 
especificar los escenarios de las tareas de cada usuario, es decir, el 
escenario total seria la “suma” de los escenarios individuales de 
cada usuario. 
 
• Especificación de casos de uso: 
Los casos de usos son las tareas que deberá realizar el 
sistema, es decir, la interacción sistema-usuario. La tarea mas 
importante a realizas es la determinación de los casos de usos, 
mediante la obtención de la mayor cantidad de datos relevantes 
para la correcta identificación de los mismos. 
 
• Especificación de UIDs: 
OOHDM introduce una herramienta llamada UID que 
representa de una forma rápida y sencilla los casos de uso 
generados en la etapa anterior.  
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Para obtener un UIDs desde un caso de uso se debe identificar y 
organizar la secuencia de información intercambiada en la 
interacción sistema-usuario.  
 
• Validación de casos de uso y UIDs: 
En esta etapa, se validan los casos de uso y UIDs 
obtenidas hasta el momento con cada uno de los usuarios y 
modificar en caso de ser necesario aquellos en los que no este de 
acuerdo el usuario, de mas esta decir que cada caso de uso y UIDs 
se verificaran con el respectivo usuario “dueño” del mismo. 
 
 
En cuanto al desarrollo de aplicaciones hipermedia, propone la división de la 
misma en cuatro etapas, las cuales pasaremos a mostrar. 
 
 
3.1 Diseño Conceptual 
 
Esta etapa consta de la construcción de un modelo conceptual del problema a 
resolver mediante la representación de los objetos del domino del mismo y las 
relaciones y colaboraciones existentes entre estos, esta tarea es llevada a cabo mediante 
la utilización de las reglas que se aplican sobre los UIDs obtenidos en la etapa de 
obtención de requerimientos. 
 
Las clases son representadas mediante la misma técnica utilizada en el modelado 
Orientado a Objetos tradicional, pero con la diferencia de que los atributos de los 
mismos pueden ser de múltiples tipos, lo cual nos permite representar las diferentes 
perspectivas de los mismos objetos del mundo real. Claro esta que esta posibilidad no 
esta presente en el modelado Orientado a Objetos original, aunque varios compiladores 
permitan esto, dejando una gran responsabilidad en el programador en cuanto al manejo 
de esta variedad de objetos, pero esto no quiere decir que en tiempo de diseño, quede 
clara la situación. 
 
 
3.2 Diseño Navegacional 
 
Las aplicaciones Web fueron pensadas para la navegación espacial de la 
información a través de sus relaciones, mediante la utilización del modelo de datos 
hipermedia. 
 
El diseño navegacional es un paso critico en el diseño de  aplicaciones. El 
modelo navegacional se basa en el modelo conceptual, es decir, se puede decir que de 
alguna manera “deriva” del modelo conceptual. 
 
El objetivo de esta etapa es desarrollar una topología navegacional del sistema, 
para lo cual se deben unificar las tareas realizadas por el mismo, cada una de las UIDs 
derivara en un diagrama de contexto y tarjeta de especificación donde se tendrá la 
información contenida en el diagrama. 
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Este modelo, permite la construcción de modelos de acuerdo con diferentes 
características, como podría ser usuarios, creando así diferentes vistas del mismo 
sistema. 
 
Este diseño consta de dos esquemas a saber: 
 
 
• clases navegacionales:  
Es un conjunto de tipos predefinidos que consta de 
nodos, enlaces y estructuras de acceso, los nodos y los 
enlaces son iguales a las aplicaciones. Las estructuras de 
acceso representan los posibles recorridos del sistema.  
 
• contextos navegacionales: 
Es un conjunto de nodos, enlaces, clases de    
contexto, etc.,  que es definido por características de los 
mismos, ya sea por relaciones entre ellos o simplemente 
por una separación arbitraria 
     
 
3.3 Diseño de Interfaz Abstracta 
 
Esta tercera etapa tiene la responsabilidad de especificar los aspectos de la 
interfaz. Esto es, la definición de la representación (visual) de los objetos del sistema, 
como interactuaran con el usuario y los cambios de la interfaz de  acuerdo a la 
interacción de este con el usuario, para esto se vale de las ADVs (Abstract Data View) 
que son modelos abstractos que especifican la organización y el comportamiento de la 
interfaz. 
 
El hecho de estar separadas las etapas de diseño navegacional y el diseño de la 
interfaz nos permite tener “configuraciones” diferentes del mismo sistema, es decir, 
podríamos tener diferentes interfaces para el mismo sistema. 
 
En esta etapa no se define el aspecto más que abstractamente, es decir, se genera 
un molde a seguir en la etapa de implementación, dejando bajo la responsabilidad de 
esta la representación de cada uno de los aspectos de interfaces definidos en esta etapa. 
 
 
3.4 Implementación  
 
En esta fase, el desarrollador consta con la correspondiente información que le 
permite conocer el dominio de la aplicación y sabe la información que el mismo 
manejara, como será organizada y a cuales requerimientos responderá este, además de 
tener un esbozo de cómo serán las interfaces, basándose en esto, el desarrollador deberá 
tomar decisiones del tipo elecciones de plataformas de implementación, cuestión que 
hasta ahora no había aparecido, pues las etapas anteriores trabajan de forma 
independiente a esta. 
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El diseñador, en esta fase, luego de la elección de la plataforma debe llevar a 
cabo lo que se vino diseñando en las fases anteriores. La elección de la plataforma 
obviamente depende del ambiente donde se desarrollara la puesta en producción del 
sistema en cuestión. 
 
Cabe aclarar que no es el objetivo de este trabajo una investigación de las 
metodologías de de diseño de aplicaciones hipermedia, si no solo una breve 
introducción a una de estas que es la OOHDM, que será utilizada para la solución del 
problema propuesto y el posterior análisis de los problemas encontrados en las mismas 
(en una forma general con las técnicas de diseño de aplicaciones hipermedia y no solo 
de la OOHDM), si el lector tiene la intención de profundizar sobre estas debería 
remitirse a las referencias, puesto que lo que se ha presentado aquí no es mas que una 
breve explicación para poner en conocimiento de la técnica a utilizar. 
 
El ejemplo propuesto en este trabajo es una aplicación  hipermedia, que es en 
donde las técnicas anteriormente nombradas tienen centrado su potencial y donde las 
metodologías tradicionales no cubren las expectativas de una buena separación de 
etapas en la creación del software necesarias por la complejidad de las aplicaciones 
hipermedia. 
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4. Solución del ejemplo mediante OOHDM 
 
  En este punto nos avocaremos a la solución del problema de la navegación que 
nos plantean los sistemas hipermedia. 
 
  La navegación de estos sistemas es un punto muy importante dentro de los 
mismos, razón por la cual existen metodologías como OOHDM que nos permiten 
diseñarlas. 
 
El diseño de la misma no se trata de la creación de simples links, al contrario, es mucho 
más abstracta y compleja. 
 
  Esto nos permite contar con una red o grafo navegacional bien especificado y 
documentado, lo cual ayuda a la claridad de la misma. 
 
  Ahora bien, ahondemos en el ejemplo que fue presentado en el presente trabajo. 
 
Veamos como utilizando OOHDM podemos obtener una solución a nuestro 
problema, para esto ataquemos una parte del problema, de tal manera de poder 
simplificar la solución del mismo, pero sin descuidar los detalles. 
 
 
4.1. Especificación del problema a solucionar 
 
Pensemos en la navegación de los objetos de la exposición, la situación 
planteada seria la siguiente. 
 
Tenemos la posibilidad de explorar, lo que seria como recorrer las instalaciones 
físicamente en el caso de estar en el lugar, los elementos expuestos, esto trae consigo 
una gran cantidad de caminos posibles para la recorrida, pues podríamos elegir tópicos 
para la misma, como por ejemplo, marca de los objetos, creador de los objetos, etc. 
 
Ahora bien, especifiquemos los objetos de los cuales hablamos. Situémonos en 
una exposición de automóviles. 
 
Tendremos automóviles como eje central de la misma, que tendrán: 
 
 
A. Marca. 
B. Carrocería. 
C. Motor. 
D. Sistema de seguridad. 
E. Creador. 
F. Lugar de origen. 
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A. Las características de la marca que nos importan podrían ser las siguientes: 
 
 Nombre. 
 País de origen. 
 Año de fundación. 
 Fundador. 
 
 
B. Las características de la carrocería que nos importan podrían ser las siguientes: 
 
 Materia prima. 
 Diseñador. 
 Lugar de origen. 
 Concepto. 
 
 
C. Las características del motor que nos importan podrían ser las siguientes: 
 
 Marca. 
 Concepto. 
 Diseñador. 
 Piezas. 
 
 
D. Las características del sistema de seguridad que nos importan podrían ser las 
siguientes: 
 
 Marca. 
 Concepto. 
 Creador. 
 
 
E. Las características del creador que nos importan podrían ser las siguientes: 
 
 Nombre. 
 País de origen. 
 Año de nacimiento. 
 Titulo. 
 
 
F. Las características del lugar de origen que nos importan podrían ser las 
siguientes: 
 
 Nombre. 
 Año de fundación. 
 Fundador. 
 Lenguaje. 
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Este sub. problema, obtenido del problema principal, es suficiente para la 
presentación de la solución de la navegación del mismo, pues nos permitirá observar de 
manera clara las características de la misma sin caer en la redundancia. 
 
 
4.2. Aplicando OOHDM 
 
Como primer medida esta el diseño OO de las clases de nuestro sistema, este 
paso es bien conocido en estos tiempos y además es prescindidle hacerlo en su totalidad 
para nuestro objetivo, razón por la cual no será hecho sino que haremos aquellas 
pequeñas partes del mismo que sirvan para aclarar algún detalles que surja en los otros 
modelos. 
 
Ahora nos podemos concentrar en la creación del grafo de navegación que nos 
permitirá solucionar el problema planteado. 
 
      
 
 
Fig. 1: Estado  inicial del modelo navegacional. 
 
 
Como podemos observar en la Fig. 1, tenemos una pequeña parte del sistema 
propuesto en el presente trabajo, cabe aclarar que a pesar de esto, la misma nos servirá 
para cumplir con el objetivo planteado. 
 
 El siguiente paso es comenzar con el modelo de navegación, lo cual haremos por 
parte, es decir, iremos agregando la complejidad por partes para poder mostrar 
claramente como esta aumenta drásticamente con el agregado de “caminos”. 
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Fig. 2: Estado del modelo al agregar la navegación por  auto. 
 
 
 Ahora, en la Fig. 2 vemos el grafo de navegación, a partir de las características 
del auto. 
 
 Pasemos a clarificar el significado de la Fig. 2. En la misma lo que se esta 
representando es, por supuesto,  todo comienza desde la exposición, con lo cual 
tenemos el objeto que la representa, de la cual parte la navegación, cabe aclarar que nos 
centraremos en el simple caso de que la navegación solo se pueda comenzar por el auto, 
pues en realidad podríamos empezar desde cualquier elemento, lo cual complica aún 
mas el grafo de navegación y seria ahondar demasiado siendo que para el propósito del 
presente trabajo esto no es requerido. 
 
 Una vez posicionados en un auto, la Fig. 2 nos esta especificando que tenemos la 
posibilidad de desplazarnos por cualquiera de sus partes, esto es,  si tuviéramos la 
intención de conocer mas en detalle el auto en cuestión,  las alternativas serian varias. 
Como se puede observar, los caminos a elegir son muchos (aunque el grafo solo 
este centrado en una pequeña parte del sistema, con lo cual queda a la vista lo que se 
menciono anteriormente), tenemos la posibilidad de posicionarnos en su motor, en su 
carrocería, en el sistema de seguridad que posee, como así también en la marca, el lugar 
de fabricación y su creador. Estas son las opciones que nos facilitaría el sistema, según 
el grafo de la Fig. 2. 
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Pasemos ahora al segundo paso, aumentemos la complejidad del mismo y 
analicemos los cambios que sufriría nuestro sistema. 
    
 
 
Fig. 3: Estado del modelo al agregar la navegación por motor. 
 
 
 La Fig. 3 nos muestra el cambio sufrido por la navegación al agregarle las aristas 
correspondientes a las características del motor. 
 
 En este momento, los caminos posibles en nuestra “recorrida” han aumentado, 
pues como se puede ver, cuando estemos observando el motor, podremos conocer 
también a  que marca pertenece, sus piezas y quien lo diseño. 
 
 En este punto, tenemos un universo de caminos mas amplio que en la Fig. 2, 
pues cabe aclarar, que los caminos que poseía nuestro sistema en la especificación de la 
figura anterior no se pierden, si no que se le suman los nuevos caminos que se 
especifican en la Fig. 3. 
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Fig. 4: Estado del modelo al agregar la navegación por sistema de seguridad. 
 
 
La Fig. 4 especifica el agregado de las aristas correspondientes a otro de los 
elementos de nuestro auto de exposición, este es sub sistema de seguridad, que al igual 
que en la iteración anterior, suma a nuestro conjunto de caminos, el hecho de poder 
navegar la marca y el creador del sistema de seguridad en cuestión. 
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Fig. 5: Estado del modelo al agregar la navegación por pieza. 
 
 
La Fig. 5 especifica el agregado de las aristas correspondientes a otro de los 
elementos de nuestro auto de exposición, estas son las piezas, que al igual que en la 
iteración anterior, suma a nuestro conjunto de caminos, el hecho de poder navegar la 
marca y el lugar de la pieza en cuestión. 
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Fig. 6: Estado del modelo al agregar la navegación por marca. 
 
 
La Fig. 6 especifica el agregado de las aristas correspondientes a otro de los 
elementos de nuestro auto de exposición, estas son las marcas, que al igual que en la 
iteración anterior, suma a nuestro conjunto de caminos, el hecho de poder navegar la 
persona fundadora y el lugar de la marca en cuestión. 
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Fig. 7: Estado del modelo al agregar la navegación por persona. 
 
 
La Fig. 7 especifica el agregado de las aristas correspondientes a otro de los 
elementos de nuestro auto de exposición, estas son las personas, que al igual que en la 
iteración anterior, suma a nuestro conjunto de caminos, el hecho de poder navegar la el 
lugar de la persona en cuestión. 
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Fig. 8: Estado del modelo al agregar la navegación por carrocería. 
 
 
La Fig. 8 especifica el agregado de las aristas correspondientes a otro de los 
elementos de nuestro auto de exposición, estas son las carrocerías, que al igual que en la 
iteración anterior, suma a nuestro conjunto de caminos, el hecho de poder navegar la 
persona diseñadora y el lugar de la carrocería en cuestión. 
 
Con el agregado producido en la Fig. 8 se ha llegado a representar en su 
totalidad la parte del ejemplo que fue propuesto para el trabajo en cuestión. 
 
Durante el agregado sistemático de elementos a nuestra navegación, hemos 
alcanzado a observar que cada agregado sufrido por el mismo, tiene un impacto muy 
importante en todo nuestro modelo, además de elevar su nivel de complejidad en cada 
una de las modificaciones. 
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5. Problemas encontrados 
 
 Como se ha anticipado el ejemplo anterior no tiene características especiales, es 
una situación muy corriente, hoy en día la mayoría de los sistemas requieren 
navegación, con lo cual el ejemplo es perfectamente generalizable como veremos mas 
adelante en el transcurso del presente trabajo. 
 
 Para la navegación de los objetos es necesario la utilización de vistas de los 
mismos, en este momento es donde intervienen los roles, que por su característica de 
permitir la utilización de un objeto real con múltiples vistas de este (que en el ejemplo 
propuesto seria las diferentes vistas de los objetos de la exposición), se convierten en 
una solución muy efectiva al problema que representa la implementación de esa 
navegación. 
 
Los roles han sido (y lo siguen siendo) muy utilizados para la solución de  
problemas de este tipo (en los que se requiere diferentes vistas de un mismo objeto y no 
solo en los que se requiere navegación) y son ampliamente aceptados como la solución 
para estos casos. 
 
 
5.1. Sistemas Hipermedia 
 
Los sistemas hipermedia tienen una alta complejidad derivada de su gran 
variedad de alternativas, es decir, estos ofrecen al usuario de los mismos un abanico de 
posibilidades con respecto a los caminos a seguir, las acciones a tomar desde cualquier 
punto del desarrollo de la interacción entre ambos. 
 
Esta característica tiene un potencial por sobre los sistemas que no son 
hipermedia, pues permiten un control casi absoluto por parte del usuario de las tareas a 
realizar, mientras que los sistemas que no lo son, ofrecen alternativas totalmente 
controladas y preestipuladas, este es el motivo por el cual, los sistemas hipermedia son 
tan utilizados. 
 
Veamos ahora algunas de las ventajas y desventajas de los sistemas hipermedia. 
 
 
• Ventaja: 
La ventaja principal de estos es que poseen una 
variedad de opciones extremadamente amplia, lo cual no 
es una característica despreciable, pues permite (como se 
comento anteriormente) al usuario desplazarse por el 
sistema según sus necesidades sin tener un camino 
estipulado, esto es, una libertad absoluta en cuanto a que 
tiene acceso a todo el potencial del mismo en cualquier 
momento.  
 
• Desventaja:  
La desventaja de tanto potencial a disposición del 
usuario en el mismo momento que este lo requiera, es que,  
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al no tener  “organizados” los pasos a seguir para 
determinada acción, el sistema debe, en todo momento, 
tener una control de todas y cada una de las acciones 
ejecutadas, es decir, se agrega complejidad en relación a 
las posibilidades que se ofrezcan, esta relación es 
directamente proporcional. 
 
Otra desventaja es que si bien el sistema debe tener o 
mantener un “estado” del mismo, o lo que seria lo mismo, 
un autocontrol de estado, el usuario debe ser lo 
suficientemente responsable con sus acciones, lo cual trae 
aparejado un conocimiento mas profundo por parte de 
este. 
 
 
Los sistemas hipermedia poseen dos aspectos principales, es decir, podemos 
encontrar dos partes de los mismos, lo cual será de gran utilidad en vistas al tipo de 
modificaciones que el mismo puede sufrir y su completo entendimiento, además de 
brindarnos la posibilidad de un control mucho mas detallado del manejo del mismo.   
  
Veamos esta división: 
 
 
• Aspecto funcional:   
Este aspecto apunta al modelo OO de la solución 
del problema, o lo que es lo mismo, a las funciones que 
este provee como podría ser la compra de algún artículo de 
la exposición, el hecho de registrarse en algunas posibles 
promociones, etc.  
 
• Aspecto de navegación:  
Este aspecto, como se puede inferir, esta orientado 
a la navegación del sistema, la cual es un concern 
aplicativo de dichos sistemas, dado que los mismos se 
diferencian de los demás en este aspecto 
 
 
5.2. Características de la solución  
 
En el punto anterior se ha propuesto una solución a nuestro problema mediante 
la utilización de las técnicas actuales, en el cual se pueden observar algunos problemas a 
los cuales les vamos a dedicar la atención necesaria, pues son estos los que intentaremos 
resolver mas adelante. 
 
En la resolución propuesta se han dejado de lado detalles como por ejemplo, 
algunas posibilidades de navegación, se han tratado casos muy básicos de la misma, 
pues hacían mucho mas compleja la solución, lo cual no traía ningún beneficio, dado 
que con lo que se presento es suficiente para asentir los problemas que se declararan en 
este punto como problemas encontrados. 
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El grafo de navegación presentado anteriormente, es el resultado de aplicar las 
técnicas que se están utilizando actualmente en la resolución de los problemas de este 
tipo. 
 
La principal característica de las soluciones obtenidas con las herramientas 
actuales es que el grafo de navegación que relacionado fuertemente con el resto del 
diseño, es decir, se obtiene un diseño de la navegación que se corresponde con nuestro 
modelo de objetos, esta estrecha relación es debido a que esta basado en el mismo. 
 
Otra característica muy determinante o al menos con la suficiente importancia 
como para detener nuestra atención en la misma y ahondar en su  abordaje, es el que la 
solución obtenida tiene cualidades de atómica. 
 
Al atribuirle la cualidad de atómico se hace alusión a su estructura 
intrínsecamente compleja y unitaria, esto es,  a su alto nivel de complejidad, se le agrega 
una gran dependencia entre sus aristas, lo cual contribuye al aumento de la misma. Cabe 
aclarar que  la complejidad a la cual se hace alusión es aquella provocada por la falta de 
separación de concerns dentro de la navegación. 
  
 Claro esta que ningún software esta a salvo de las modificaciones, ya sean estas 
ampliativas como correctivas, los sistemas hipermedia no son una excepción a esto. 
 
 
5.3. Clasificación de las modificaciones 
 
Las modificaciones en estos sistemas son más complejas aun que en otros tipos 
de software, pues estos, constan de una parte mas que los otros, como pudimos observar 
anteriormente, la misma no es otra cosa que el aspecto navegacional de los mismos, que 
posee un alto grado de complejidad. 
 
 En base a lo expresado con anterioridad, podemos distinguir dos tipos de 
modificaciones a saber, las cuales se corresponden uno a uno con los aspectos de estos 
sistemas: 
 
 
• Modificaciones funcionales:  
Estas modificaciones poseen un amplio 
tratamiento, pues son comunes a todos los sistemas, 
aunque en el caso de los hipermediales, podríamos 
dividirlos en dos etapas o mejor dicho tendrían un carácter 
de compuestos. 
 
• Modificaciones navegacionales:  
Estas modificaciones están orientadas a la 
navegación del mismo, es decir, su complejidad es mucho 
menor a la de aquellas modificaciones que sean de tipo 
funcional, lo cual no significa bajo ningún punto de vista 
que carezcan de dificultad suficiente como para no 
abordarlos de una manera responsable. 
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Luego de esta división de tipos de modificaciones nos encontramos con varios 
tipos de problemas a solucionar. Veamos en detalle los mismos. 
 
 
5.3.1. Modificaciones funcionales 
 
Las modificaciones funcionales constan de dos partes o lo que es lo mismo, son 
modificaciones compuestas, como se ha especificado anteriormente.  
 
Cuando se modifica la funcionalidad de un sistema, claro esta que se este esta 
sufriendo un cambio que puede ser muy significativo dependiendo de la complejidad 
del mismo tanto como del diseño de nuestro software. En los sistemas hipermedia se da 
el mismo cuadro de situación, pero con el agregado de que estos poseen el aspecto 
navegacional, al cual se hizo referencia en este capitulo. Por otro lado también sabemos, 
a lo cual también nos hemos dedicado en el presente capitulo, que la navegación esta 
estrechamente relacionada con nuestro modelo OO de la aplicación, además de la 
misma tener la cualidad de ser atómica, como ya se menciono, ahora estamos en 
condiciones de determinar la composición de la clase de modificación a la cual estamos 
haciendo referencia. 
 
 
• Parte funcional: 
Esta consta de las dificultades propias de cualquier 
modificación a efectuar a un sistema ya diseñado y hasta 
incluso implementado, sobre las cuales consta una basta 
bibliografía, razón por la cual el presente trabajo no 
abordara en detalle, si no que solo nos limitaremos a decir 
que poseen un alto grado de complejidad, por el hecho de 
que no solo se debe cumplir con la nueva especificación si 
no que además debemos asegurarnos de no desbaratar 
ningún otro punto del mismo. 
 
• Parte navegacional: 
La misma consta de dificultades diferentes a la 
modificación de la parte funcional, pero no por eso con 
menos importancia, dado que la misma es una parte muy 
importante del tipo de software en cuestión. 
 
 
 Entonces, basándonos en esto, tenemos razones suficientes para decir que una 
modificación funcional implica un cambio navegacional, pues, si se modifica el modelo 
OO de la aplicación, necesariamente nuestro modelo navegacional se vera afectado, lo 
que es variable es el grado del efecto producido por el mismo, pudiendo ser este 
insignificante como así también determinante de un caos. 
 
 Retomemos ahora la explicación de los tipos de modificaciones, ya abordamos y 
pudimos ver en detalle aquellas que tienen la particularidad de ser funcionales, llegando 
a la conclusión de que las mismas tienen una complejidad merecedora de una atención 
particular. 
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5.3.2. Modificaciones navegacionales 
  
Sigamos ahora con aquellas modificaciones navegacionales, de las cuales a 
priori se puede intuir la falta de simplicidad. Estas también poseen una clasificación, la 
cual se pasara a detallar: 
 
 
• Modificaciones simples:  
Son aquellas que no comprometen más que a una 
arista de nuestro grafo, con lo cual no tienen demasiada 
trascendencia en  la navegación en su totalidad, por esa 
razón es que son clasificadas como simples. 
 
• Modificaciones compuestas:  
Estas consisten en aquellas aristas que tienen 
incumbencia sobre otras, esto es, cualquier cambio que 
sufran las estas repercutirá en las demás aristas. 
Por supuesto que este caso posee un alto grado de 
importancia, ya que la repercusión puede alcanzar un nivel 
que requiera el rediseño de la navegación, como así 
también podría ser más significativo que una modificación 
simple pero sin llegar a los extremos. 
 
• Modificaciones expansoras:  
En este caso, estamos ante un problema con un 
grado de complejidad mucho mas alto que en los casos 
anteriores, pues estamos ante la situación de un cambio 
con la sofisticación suficiente como para involucrar a 
varias aristas de nuestro grafo de navegación, en incluso 
llegar mas allá de la simple modificación y tomar el 
camino de la ampliación, mediante la inserción de nuevos 
caminos en la misma, provocando de esta manera el 
rediseño de la misma para contemplar los nuevos casos. 
 
 
Las especificaciones precedentes nos facilitan las herramientas necesarias para la 
clasificación de las modificaciones, ya sean estas de ampliación (nueva/s 
funcionalidad/es) como también de corrección, permitiéndonos distinguir a cual de los 
aspectos esta dirigido el cambio suscitado. Luego de esto estamos en condiciones de 
abordar el cambio de una manera mas sistematizada. 
 
Otro  inconveniente encontrado es el alto grado de complejidad de la 
representación del grafo en cuestión, esto sucede por lo dicho anteriormente en este 
mismo capitulo con respecto a lo que en el presente trabajo se lo declaro como 
atomicidad en cuanto a estructura, además tenemos que tener en cuenta que estamos 
tratando solo una parte del problema planteado, lo cual nos permite inferir que esta se 
vería drásticamente aumentada si atacáramos el problema en su totalidad. 
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Se puede inferir que la complejidad del grafo es directamente proporcional al 
grado de navegación que posea el sistema a solucionar, dado que al aumentar los 
caminos posibles, aumentaríamos la cantidad de conexiones y con esto el grafo de 
volvería mucho mas complejo y confuso. 
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6. Introducción a la AOP 
 
La Programación Orientada a Aspectos surgió como un enfoque para resolver 
los problemas ocasionados por la existencia de los llamados problemas cruzados. 
 
La ingeniería de software provee mecanismos sofisticados para la creación de 
software, pero tiene un pequeño (pero no por eso falto de importancia) problemas con 
algunos problemas que integran el software, hay requerimientos que escapan a la 
ingeniería actual por el hecho de que no son separables de los demás requerimientos, es 
decir, no es posible utilizar la potencia de algunos paradigmas como el OOP en cuanto a 
las herramientas que proveen para una mejor separación y posterior modificación 
mediante el encapsulado de problemas. 
 
Estos requerimientos, son en los que la AOP se centra, son los que llamamos 
problemas cruzados y la característica de estos es que están dispersos por todo el 
sistema, con lo cual, como ya dijimos, no se pueden encapsular por separado de los 
demás, lo que significa un aumento de la complejidad para el sistema y para las futuras 
modificaciones del mismo. 
 
Este enfoque se ha aplicado básicamente a problemas del dominio de la solución 
de los problemas (persistencia, seguridad, etc.) pero en general no a problemas del 
dominio aplicativo, restringiendo de esta manera las posibilidades que la AOP provee y 
no dejando que esta evolucione de manera natural y completa.  
Esta tesis busca explorar como extender el alcance de este modelo a otros “aspectos” no 
considerados aun, es decir, incursionar en las soluciones a los problemas del dominio 
mediante el uso de la Programación Orientada a Aspectos, viendo de esta manera que el 
uso al cual esta orientada esta actualmente es un uso que desaprovecha potencial de la 
misma. 
 
La Programación Orientada a Aspectos (Aspect Oriented Programation, AOP) 
introduce conceptos [NKF94, RB01, NKF03] y con estos, funcionalidad nueva a la 
forma de programar tanto como a la forma de diseñar. 
 
Estos cambios no requieren un esfuerzo muy grande para su entendimiento y 
trae muchas y valiosas mejoras en el desarrollo de sistema. 
 
 De cualquier manera esta (AOP) esta en una etapa temprana de su desarrollo y 
por tanto, en pleno crecimiento y descubrimiento de todo su potencial. 
 
 
6.1. Desarrollo de sistemas 
 
Con las herramientas de diseño y los paradigmas existentes hoy día podemos 
obtener diseños de nuestros sistemas de fácil modificación y mantenimiento mejorando 
así el tiempo de vida y utilización de los mismos, lo cual no es un detalle menor, ya que 
esta característica es muy útil en estos tiempos donde el área de creación de sistemas 
esta en un constante avance y en busca de mejoras. 
 
No obstante, las características actuales distan mucho de ser inmejorables y por 
este motivo es que surgen nuevas ideas, no solo de carácter superficial, si no que ideas 
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de cambios profundos y tan profundos que hacen que algunas de las herramientas se 
vean obsoletas para las nuevas características o para las tentativas nuevas 
características, debiendo estas actualizarse para no quedar fuera de carrera en cuanto a 
su utilización. 
 
En contrapartida de estas nuevas “ideas” están las refutaciones a las mismas, que 
no tardan en salir a contrarrestar las supuestas mejoras traídas por las mismas, hecho 
que hace mas interesante la transformación que supone la propuesta de ideas y su 
posterior discusión para llegar a algo mucho mas “trabajado”, es decir, sin detalles 
librados al azar o simplemente no tomados en cuenta, aunque tampoco faltan los 
escépticos que no aceptan ninguna explicación y solo refutan sin reparar en detalles. 
 
En la actualidad existen modelos para el diseño de sistemas y herramientas que 
los respetan y hacen más fácil dicha creación. 
Un sistema puede ser visto a grandes rasgos de la siguiente manera. 
 
 
 
Fig. 9: Sistema diseñado con las herramientas actuales. 
 
 
Como se puede observar en la Fig.9, actualmente no hay una clara separación 
entre los que son los problemas del dominio y lo que son problemas ajenos al mismo 
pero que tienen influencia en el sistema desarrollado. 
 
Esta falta de separación se transforma en sistemas con la forma de la Fig. 9, es 
decir que código destinado a solucionar problemas ajenos al domino de nuestro sistema 
queda diseminado por todo nuestro diseño y, por tanto, por todo nuestro código, que 
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como veremos mas adelante tiene sus serias desventajas. Esto es a lo que llamamos 
problemas cruzados (Crosscutting Concerns). 
 
 
6.2. Problemas introducidos por los problemas cruzados: 
 
El problema aparece cuando se quiere modificar el sistema (Corregir algún error 
o simplemente agregar funcionalidad nueva).  
 
Al modificar el sistema se tiene que tener en cuenta estos problemas cruzados y 
de no modificar sus pre y post condiciones, pues de hacerlo nos veríamos obligados a 
tener que buscar en todo el sistema el código para el problema cruzado y repetir todas 
las modificaciones a este en cada lugar donde se encuentre. 
 
Veamos diferentes implicaciones de problemas cruzados, implicaciones entre 
ellos y de cantidad de los mismos: 
 
 
• Existencia de varios problemas cruzados: 
La complicación aumenta cuando el sistema tiene varios 
problemas cruzados, esto dificulta aun más la tarea de encontrar el 
código para el problema cruzado en cuestión, además de detectar el 
problema cruzado que se debe “atacar”, requiriendo así una mayor 
asignación de recursos para, como primer paso, encontrar el problema a 
resolver y luego, resolverlo, teniendo en cuenta los efectos colaterales de 
la resolución de ese problema. 
  
• Dependencia uno a uno de problemas cruzados: 
Además también existe la posibilidad de que un problema cruzado 
tenga “relación” con otro, es decir, que la solución de uno de ellos tenga 
efecto en otro, lo cual empeoraría la situación, pues nos encontraríamos 
ante la modificación no solo de un código de solución a un problema si 
no que también nos enfrentaríamos a un código que además de tener 
efectos de solución a un problema, este tiene efectos colaterales sobre 
otro que es manejado por su respectivo código de solución, generándose 
una situación “circular”, entendiéndose circular en el sentido de que 
solucionamos un problema, pero esta solución hizo que otro que estaba 
solucionado tenga un efecto no deseado y por ende comience a fallar, 
poniéndonos nuevamente en el “comienzo”. 
 
• Dependencia uno a n de problemas cruzados: 
Como también existe la posibilidad de que la solución a un 
problema cruzado no solo tenga afecto en otro, sino que pueda tener 
efecto en varios lo cual además de tener las desventajas y dificultades 
planteadas anteriormente, estas se ven aumentadas por el hecho de 
modificar o tener incumbencia en varios problemas además del que se 
esta solucionando, hecho para el cual se requiere mucha precisión al 
momento de definir la solución al mismo y sus efectos colaterales, 
debiendo estos ser revisados en cada una de las modificaciones 
efectuadas al mismo. 
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Esta situación, si bien es parecida a la anterior, es diferente y mas 
compleja, pues ahora tenemos una especie de efecto compuesto, es decir, 
ahora tenemos una mezcla entre el primer y segundo ítem, pues tenemos 
que la solución a un problema tiene efectos sobre n problemas mas, con 
lo cual, ahora podemos verlo como que tiene efectos sobre un problema, 
pero que este problema es el del primer ítem, es decir tenemos que 
detectar donde se genera y solucionarlo, esto no es mas que una posible 
visión de este punto que parece pertinente comentarla. 
 
• Problemas cruzados “creadores”: 
Además tenemos otro caso  que seria el más problemático de 
todos (Si bien todos son casos indeseables). 
 
El nuevo caso ahora es que una solución a un problema cruzado 
“cree” un problema cruzado nuevo (esto es que la solución propuesta, por 
ejemplo, requiera una nueva funcionalidad), en cuyo caso tendríamos una 
gama de problemas innumerables y totalmente dependiente del código 
que es solución a unos de ellos, además de estas características, los 
problemas serian a priori indefinidos y cambiantes, pues a priori no se 
sabe que modificaciones se le deban hacer a un sistema y mucho menos 
como serán implementadas las mismas, razón por la cual no podemos 
saber que problemas se harán presentes, cuales persistirán en una posible 
solución, cuales desaparecerán, cuales se mantendrán inalterados y cuales 
serán modificados pero seguirán estando (Quizás con otras pre y post 
condiciones o no, pero seguirán siendo básicamente el mismo problema). 
 
A la vista esta que las características de este caso la modificación 
del código de nuestro sistema se haría sumamente trabajosa, al punto de 
hacer el trabajo de la modificación un trabajo muy costoso, llevando a la 
modificación al límite con la reingeniería del sistema. 
 
 
Como pudimos ver, los problemas cruzados tienen mucha implicancia en todo lo 
que es el ciclo de vida del software y por ello es que merecen especial atención. 
 
Claras están las ventajas de poder encapsular esos problemas para un 
seguimiento mas detallado, lo cual acarrearía un mejor control de los mismos, 
permitiéndonos de esta manera vernos beneficiados en la creación de software. 
 
 
6.3. Aparición de la AOP 
 
La falta de separación que hay actualmente entre los problemas propios del 
dominio del sistema y de los problemas ajenos al dominio del mismo, pero que 
componen la solución al  mismo, es a lo que ataca la AOP, o mejor dicho, esta es la 
razón del nacimiento de la AOP, la cual apareció con las promesas de solucionar estos 
detalles, que como vimos antes no son para nada mínimos, si no que muy lejos de esto, 
son muy influyentes en el ciclo de vida de un sistema y hasta en situaciones extremas, 
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pueden llegar a llevar al mismo al fracaso en el momento de la adaptación a los 
cambios. 
 
Entonces la AOP lo que propone es la separación de problemas cruzados  de la 
funcionalidad de cada uno de los elementos del sistema. Este es un problema muy 
grande en el desarrollo de software pues este se ve afectado en los casos de 
modificaciones o extensiones, por el código que  se despliega por todo el sistema para 
solucionar los problemas cruzados, como hemos visto anteriormente. 
 
Ahora veamos concretamente el cambio que nos propone la AOP en el diseño (Y 
transitivamente, en la implementación) de los sistemas. 
 
 
Fig. 10: Sistema diseñado utilizando AOP. 
 
 
Como se puede observar en la Fig. 10, la AOP permite una clara separación de 
entre los problemas del dominio del sistema con los problemas ajenos al mismo pero 
relacionados con el correcto funcionamiento del mismo, lo cual parece superar las 
desventajas que vienen de la mano de la mala separación entre los tipos de problemas, 
que fueron enumerada anteriormente. 
 
Hasta aquí hemos dado solo razones para interesarse en la AOP, lo cual no 
podrían ser sino beneficios que esta trae consigo, pero como es de esperar, dichos 
beneficios no vienen sino con la compañía de algunos efectos negativos, que pasaremos 
a describir. 
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6.4. Efectos de los cambios introducidos por la AOP 
 
Claro esta que con esta nueva disposición de los elementos de nuestro sistema, 
nos vemos en una posición mucho más flexible en cuanto a la modificación del mismo, 
pues ahora las modificaciones de los problemas del dominio son hechas sin ningún 
efecto en los problemas ajenos a la misma.  
 
Podemos ver claramente que este cambio tiene tanto ventajas como desventajas. 
Las principal ventaja es el hecho de la separación de problemas lo cual es de mucha 
utilidad como veremos a continuación. 
 
Ahora tenemos bien separados los problemas, es decir, tenemos por un lado los 
problemas de dominio y, por otro, los problemas ajenos al dominio como podrían ser la 
persistencia, el manejo de memoria, la impresión, etc. 
 
Esto nos da una amplia libertad a la hora de modificar el sistema, pues al estar 
los problemas bien separados y delimitados entre si, no hay posibilidad de cometer 
errores como teníamos antes de esta separación. Ahora tenemos la libertad por ejemplo 
de cambiar el código de alguna solución a un problema del dominio del sistema sin 
tener que cambiar el código de problemas ajenos al dominio del mismo, también como 
de cambiar código de los problemas ajenos al dominio sin tener que “modificar” el 
código de los problemas del dominio, lo cual no es un detalle menor, pues podríamos 
inclusive cambiar algún manejo de las soluciones ajenas al dominio sin tener que 
cambiar en si la solución propiamente dicha al problema solucionado por el sistema. 
 
Como ya vimos, la separación de problemas mejora la calidad del software, 
además como segunda ventaja y no por eso dista de ser importante, mejora los tiempos 
de desarrollo y de modificación, pues ahora podemos desarrollar dicho sistema en forma 
separada y por ende paralelamente ya que ahora no es un “pedazo” de código que todo 
lo encierra, ni un diseño totalmente enmarañado. 
 
Tampoco hay que pasar por alto el hecho de que ahora tenemos diseños mas 
fáciles de entender, pues ahora ya dejamos de ver al sistema como un todo y lo 
empezamos a ver como un conjunto de partes interrelacionadas, si bien esto ya era 
posible, antes teníamos un conjunto de partes pero que en algún punto los limites de 
estas estaban mal definidos, pues compartían comportamiento que no tenia un sentido 
lógico, sino que lo compartían por la incapacidad de separarlos, ahora al no compartir 
mas ese comportamiento, los limites quedan mejor definidos y por tanto, el 
entendimiento de cada una de las partes es mucho mas fácil.   
 
 
6.5. Problemas introducidos por la AOP: 
 
En contrapartida de la ventaja de la separación de problemas, tenemos una 
desventaja considerable, que es el problema que se crea cuando un todo es atacado por 
partes, es decir, ahora lo que nos acucia es la “unión” de esas soluciones a problemas 
particulares, que en si, son “los pasos” para resolver el problema inicial, este problema 
es un problema a considerar y deberíamos darle la importancia que se merece, pues de 
nada serviría que tengamos bien dividido el problema inicial en sub. problemas y las 
mejores soluciones a estos si después a la hora de combinarlas lo hacemos mal, lo cual 
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sin duda echaría por tierra el esfuerzo hecho para cada una de las soluciones y fracasaría 
el desarrollo en su totalidad. 
 
En conclusión lo que logramos es la separación de problemas en dos categorías, a 
saber: 
 
 
• Problemas del domino: 
Son aquellos problemas que forman parte de la solución al 
problema que se quiere resolver con el sistema, es decir, están 
directamente vinculados con el problema a resolver. 
 
• Problemas ajenos al dominio: 
Son aquellos problemas ajenos a la solución del problema 
principal, es decir, no están directamente vinculados con el problema a 
resolver, como por ejemplo, la persistencia de datos, el manejo de 
memoria, etc. 
 
 
Claro esta que la clasificación de problemas no es un tema trivial y en este 
trabajo no se pretende puntualizar mucho en ella, solo se pretende tener una 
clasificación a grandes rasgos de los mismos. 
 
 
6.6. Comparación de los diseños obtenidos 
 
Veamos más claramente las diferencias que se producen en el desarrollo de 
sistemas antes de las mejoras propuestas por la AOP y antes de las mismas. 
 
En la figura de la izquierda veremos la forma en que se ve un sistema antes de la 
adopción de la AOP, que claramente refleja lo ya comentado anteriormente en este 
trabajo y lo que tanto se comenta en tantos trabajos sobre el tema. 
 
En la figura de la derecha veremos la forma en que se ve el mismo sistema 
después de la adopción de la AOP, que refleja caramente lo que se ha comentado sobre 
la AOP en este y en otros trabajos sobre la misma. 
 
De todas formas, el eje principal de este trabajo no es el este, hay mucho trabajos 
que definen en detalle absoluto la AOP, La definición que aquí se da es para 
introducirnos en la misma y porque esta relacionado con el tema de la tesis. Para mas 
detalles sobre AOP el lector debería considerar la lectura de los trabajos mencionados 
en las referencias. 
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Fig. 11: Figura comparativa de los diseños de sistemas. 
 
 
Como podemos observar en la Fig. 11, se ha mejorado en varios aspectos, como 
por ejemplo en el control de la totalidad de los problemas atacados mediante estricta 
separación de los mismo, dándole al sistema una forma mas equilibrada. 
 
 
6.7. Estático vs. Dinámico: 
 
La característica de los sistemas desarrollados hasta ahora es que son estáticos 
en cuanto a que de tener que efectuar alguna modificación esta debe hacerse desde 
“adentro” hacia “afuera”, en otras palabras, todo el sistema es “victima” de las 
modificaciones efectuadas por el hecho de la falta de separación, lo cual implica 
esfuerzos muy grandes en modificaciones que pueden no ser de tanta envergadura como 
para requerir tiempos elevados para llevar a cabo las mismas, ni planificaciones 
demasiado sofisticadas. 
 
La modificación es factible en cualquier sistema, cuando un sistema se enfrenta 
a esta posibilidad, es cuando este entra en una situación difícil, cuando se plantean 
alternativas que no se adaptan correctamente al mismo y por ende trae un descontrol en 
la etapa de rediseño. Esta situación genera agregados al mismo poco claros y complica 
al diseño en su totalidad, inclusive llegando a este verse modificado en cantidades 
sumamente grandes con relación a la importancia de la modificación o a la 
funcionalidad agregada, esto es a lo que se refiere con la envergadura de la 
modificación. 
 
Este problema se debe a la característica estática que se maneja hasta ahora, la 
cual es modificada por la AOP, es decir, ahora con la introducción de las mejoras 
explicadas anteriormente, el sistema toma una forma dinámica que antes no tenia. Este 
dinamismo esta dado por el hecho de que ahora con la separación de problemas es 
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posible llevar la modificación o la funcionalidad a agregar por un camino mucho mas 
especifico que dispersarla por todo el sistema, evidentemente en algún momento 
llegaremos a un lugar donde ya no se pueda seguir descartando partes y debamos atacar 
un punto en particular, pero claro esta que nos manejaremos en un área mucho mas 
especifica y por tanto mas pequeña que hacerlo directamente en todo el sistema, lo cual 
disminuirá la complejidad de la modificación, mejorando de esta manera el tiempo de la 
ejecución de la misma. 
 
Además esto mejorara el diseño del mismo pues, ahora al obtener una mayor 
concentración de la modificación, es decir, poder darle un cauce mas preciso, las 
modificaciones tendrán mas correspondencia con la importancia del cambio efectuado 
al sistema en cuanto a complejidad agregada al diseño, líneas de código agregadas ,etc. 
 
Podríamos concluir que bien vale hacer el esfuerzo de investigar el tema para 
contribuir en su crecimiento y desarrollo, que como ya se ha dicho anteriormente, esta 
en una etapa muy temprana y viendo las características mencionada con anterioridad, 
que si bien son pocas pero no por eso carecen de importancia, promete mucho en un 
futuro, siempre y cuando se le de la importancia que requiere. 
 
 
6.8. Conceptos básicos de la AOP 
 
En nuestro modelo OOP la forma de encapsular comportamiento es mediante el 
uso de las clases, la AOP agrega una nueva forma de encapsular comportamiento, 
llamada aspecto, estos comparten características con las clases, pero agregan algunas 
características particulares. 
 
Los aspectos son utilizados para representar características globales de una 
aplicaron que por serlo influyen y reciben influencia de distintos componentes de la 
misma, los cuales no pueden ser representados con el modelo tradicional de capas, por 
estar diseminados por todo el sistema. 
 
La AOP lo que permite es una mejora en cuanto al desacople de estas 
características (Problemas cruzados) de los problemas del dominio, lo cual nos permite 
centrar nuestra atención en el verdadero problema a resolver, pero por supuesto que no 
quita de la responsabilidad de la solución de los problemas cruzados. 
 
Veamos algunas definiciones básicas introducidas por la AOP para la representación 
de los aspectos. 
 
 
• Punto de unión (Join Point): 
Representa un “momento” en la ejecución de un programa, por 
ejemplo, una llamada a un método, o un constructor, o el acceso a un 
miembro de una clase particular. 
 
• Intersección (Pointcut) : 
Declaración de un conjunto de puntos de unión, por ejemplo, 
“llamadas a los métodos que empiecen por set”. 
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• Consejo (Advice): 
Comportamiento que queremos invocar cuando se alcance un 
determinado punto de intersección. 
 
• Aspecto (Aspect): 
Módulo que define uno o varios puntos de intersección y las 
acciones que deben ejecutarse cuando la ejecución alcance cualquiera de 
ellos. 
 
 
A su vez, también tenemos dentro de los consejos la posibilidad de elegir en que 
momento serán ejecutados, veamos sus definiciones. 
 
 
• Before Advices: 
Consejos que se ejecutaran antes que el punto de corte al que 
están asociadas 
 
• After Advices: 
Consejos que se ejecutaran después del punto de corte al que 
están asociadas. 
 
• Around Advices: 
Consejos que toman el control antes de punto de ejecución y lo 
pierden después, teniendo la posibilidad de modificar el flujo de 
ejecución en lugar de ceder el control al código original. 
 
Como es de notar, la AOP tiene un potencial enorme, basta solo con mirar las 
definiciones de más arriba para observar esta aclaración.  
 
 
6.9. Notación Elegida 
 
Como ya comentamos en un principio, la AOP esta en pleno crecimiento, con lo 
cual por ahora no se ha estandarizado la notación a utilizar, la creación de una notación  
escapa a los objetivos de este trabajo y mucho mas la estandarización, a pesar de esto, 
debemos seleccionar una notación para poder expresar las soluciones que aquí se darán, 
por esta razón es que a continuación describiremos la notación a utilizar. 
 
La notación [PDFLSM02, LSPM02, SY99, GS03] necesaria para la AOP no es 
totalmente nueva, pues se utiliza la ya ampliamente conocida notación de la OOP, solo 
que ahora tenemos que poder representar los conceptos nuevos introducidos por la 
AOP, lo cual claro esta que no se puede hacer con la notación de la OOP. 
 
Ya nos hemos hecho de los nuevos conceptos, ahora veamos como los 
representaremos en nuestros diagramas cuando estemos utilizándolos. 
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• Aspecto (Aspect): 
Se representa como un objeto, el cual es el que encapsula el 
comportamiento del aspecto en cuestión. 
 
• Consejo (Advice): 
Es el cuerpo del método que se ejecutara en un determinado punto 
de corte o intersección. 
 
 
Como se puede observar, si bien son conceptos nuevos para la OOP, estos son 
totalmente representables con ella, con ciertas implicaciones pero lo son. 
 
Los conceptos que faltan, Intersección (Pointcut) y Punto de unión (Join Point) 
están más relacionados con la ejecución que con el modelado del sistema, esta es la 
razón de la dificultad para su representación en el momento del modelado.  
 
No obstante ello, estos concepto pueden ser representados con las notas, es decir, 
el modelo quedara con las notas en los lugares donde se encuentre una intersección o un 
punto de unión, lo cual traerá dificultad para la lectura del modelo, pero aportara una 
claridad o mejor dicho una mejor ubicación en cuanto a cuando y donde se ejecutaran 
los aspectos. 
 
Veamos un ejemplo sencillo pero aclarador de lo que se ha dicho hasta aquí: 
 
 
 
 
Fig. 12: Ejemplo de el uso del After. 
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Fig. 13: Ejemplo de el uso del Before. 
 
 
 
 
Fig. 14: Ejemplo de el uso del Around. 
 
 
Como se puede observar en las Figura 12-13-14, tenemos un caso en el cual, 
nuestro aspecto contiene dos consejos (Advice1 y advice2), los cuales encierran un 
código a ejecutar en determinados casos, también tenemos un pointcut que en cada una 
de las figuras cambia y son After, Before y Around (respectivamente), que esta 
representado mediante una nota y que lo que especifica es que se ejecutara (After, 
Befote o Around) de method1,el advice(Advice1) del aspecto Aspect1. Los ejemplos no 
representan complejidad alguna, pues son solo una pequeña muestra grafica de lo 
explicado anteriormente. 
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Fig.15: Ejemplo de el uso de un aspecto en varios momentos. 
 
 
En la figura 15 se muestra como se puede utilizar un mismo consejo de un 
aspecto en varios “momentos”, es decir, utilizándolo en varios casos. 
 
Cabe aclarar que como se puede ver en el ejemplo, el mismo consejo puede ser 
utilizado antes de un método de una clase y después de un método de otra (o incluso de 
la misma), así como existe esta combinación es posible tener cualquier combinación que 
se quiera e inclusive con n métodos de distintas o eventualmente de la misma clase.  
 
 
 
 
Fig.16: Ejemplo de el uso de una intersección. 
 
 
En la figura 16 se puede observar la utilización de una intersección que no se 
relaciona con ninguna clase pues esta “relación” esta definida implícitamente en la 
declaración de la intersección, es decir se relaciona con todas, pero solo actúa cuando se 
cumple la condición  que esta tiene. 
 
la razón de mantener los ejemplos con una dificultad mínima es que con estos 
solo se pretende representar figurativamente los conceptos ya explicados, claro esta que 
se podrían hacer combinaciones con alta complejidad. 
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7. Uso actual de la AOP 
 
Por estos tiempos la AOP esta en una etapa muy temprana de su desarrollo en 
cuanto a que no se ha establecido aun su potencial, es decir, esta en plena etapa de 
investigación, si bien ya esta siendo utilizada en el desarrollo del software [AS03, 
MPY04, FJP04, Fabry04], esta utilización es, a nuestro entender, una utilización escueta 
de su potencial, con esto decimos que se están desaprovechando muchas “posibilidades” 
que nos brinda esta. 
 
Hoy en día la utilización de AOP esta siendo centralizada en problemas ajenos al 
dominio de los sistemas, no obstante, esta trae muchos beneficios a la hora del 
desarrollo de los mismos como así también a la hora de la manutención. 
 
Las tareas a las que se destina la AOP son aquellas que aparecen como parte 
desconectada del sistema, lo cual, como primer paso no esta mal, pero lo que nos parece 
poco provechoso es limitarla a esta aplicación, es decir, coartar otros aspectos en los que 
nos seria útil la aplicación de la misma. 
 
Esta situación parece llevarnos hacia una visión de las capacidades de la AOP un 
tanto escuetas en cuanto a las tareas que se le pueden asignar a la hora de participar en 
el sistema, en este trabajo, veremos que en realidad esta podría verse mas involucrada 
en los sistemas y, con esto, más involucrada en la ingeniería de los mismos. 
 
La utilización que se le da hoy en día a la AOP es en casos tales como 
seguridad, persistencia, manejo de memoria, etc., estas funcionalidades no tienen un 
dominio particular si no que “aparece” en distintos sistemas que no tienen por que tener 
dominios parecidos, lo cual significa que son funcionalidades separadas de todo 
software, es decir, son de por si solos pequeños sistemas que se mezclan con el sistema 
en cuestión. 
 
Esta es la razón que aducen los “opositores” a las bondades de AOP, diciendo 
que es no es mas que una vista de los conocidos roles de OOP. 
 
Pero nosotros creemos que AOP tiene mucho mas potencial que lo expuesto por 
los “opositores”, pues el hecho de que esta este siendo utilizada solo para concerns 
ajenos al dominio no la limita para en un futuro ser utilizada en concerns de la 
aplicación. 
 
Basta con inmiscuirse un poco en la comunidad de aspectos para observar que en 
estos tiempos esta en plena etapa de desarrollo o mejor dicho de investigación, lo que 
justifica la limitada utilización de la misma, pero no debería ser justificativo para seguir 
en el mismo camino a futuro, pues así como se puede observar su estado, se puede 
visualizar también su potencial. 
 
En el presente se encuentran en desarrollo y algunos finalizados, lenguajes 
[Hirschfeld02, SP02, Hugunin01] que permiten la utilización de aspectos, a pesar del 
estado mencionado. 
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  Para esto, lo que se debe hacer es inmiscuirse en problemas del dominio y 
aplicar AOP en esas instancias para poder ahondar aun más en la exploración de las 
cualidades de la misma. 
 
  Esto es precisamente lo que se propone en este trabajo, mediante la presentación 
de un ejemplo y su correspondiente solución utilizando la metodología en cuestión. 
 
  En nuestro ejemplo, que se trata de una aplicación hipermedia, vamos a 
avocarnos a la solución de uno de los problemas de esta clase de sistemas, como es el 
constante cambio de los mismos. 
 
  Veamos un poco más en detalle este punto de manera tal de poder vislumbrar la 
utilización de la AOP para su solución. 
 
  Las aplicaciones hipermedia como tales tienen variedad y cantidad de 
información, esta es una de las razones por la cuales estos adquieren características 
especiales frente a otros sistemas, otra de las cualidades de estos, es la navegación, esta 
es la forma de “encontrar” lo que requerimos del sistema. 
 
  La etapa de diseño de las aplicaciones hypermedia es muy importante, como así  
también esta para cualquier software, pero en el primer caso, la complejidad es aun 
mayor, pues dichas aplicaciones son mas “flexibles”, es decir, son menos rígidas en 
cuanto a que soportan (o deberían soportar) los cambios del ambiente en el cual se 
desenvuelven de una manera mucho mas eficientemente, hablando en términos tanto de 
tiempos de realización de los cambios como en complejidad de la llevada a cabo de los 
mismos. 
 
  Esta característica se debe a que las aplicaciones hypermedia  no tienen una 
estructura tan marcada como la tienen los sistemas convencionales, estas son bien 
conocidas, razón por la cual no se ahondara en el tema.   
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8. Solución del ejemplo mediante AOP 
 
En el presente trabajo se presenta una explicación sobre la AOP, la cual consta 
de la suficiente especificidad requerida para el entendimiento por parte del lector nuevo 
en el tema y por ende también para llegar a entender la alternativa a la solución del 
problema de navegación que será propuesta en lo sucesivo. Si el lector desea ahondar en 
detalles sobre la AOP, se dejara a disposición de este la bibliografía utilizada. 
 
 También se provee un análisis del rol asignado a la AOP dentro del desarrollo de 
sistemas, esta parece tener mucho más potencial del que se le atribuye, hecho que se 
tratara de dilucidar mediante la utilización de la misma en la solución al problema 
presentado con anterioridad. 
 
 Lo que se hará en el presente trabajo es utilizar la AOP para la solución del 
problema de la navegación [CGP00], presente en los sistemas hipermedia como el que 
se ha expuesto. Esto se llevara a cabo, a manera de introducir la utilización de la misma 
en los concerns aplicativos del sistema en cuestión, es decir, se le asignara a la AOP una 
responsabilidad que hasta el momento no tenia, mediante lo cual se ira un paso adelante 
en la utilización de la misma, llegando a la conclusión de que la misma puede ser 
utilizada en cuestiones mas complejas aun que aquellas en las que esta siendo utilizada 
y se habrá cumplido con el propósito estipulado al comienzo del presente trabajo. 
  
 En este punto empezaremos a desarrollar la solución al problema de la 
navegación desde el mismo punto en que comenzamos la solución mediante el uso de 
las tecnologías actuales, por supuesto que en las dos soluciones utilizamos el mismo 
modelo OO, pues solo nos concentramos en la navegación del mismo. 
   
Ahora nos podemos concentrar en la creación del grafo de navegación que nos 
permitirá solucionar el problema planteado, pero esta vez, mediante la utilización de 
AOP en lugar de las actuales técnicas. 
 
Primero se dará una explicación de cual será la dirección que se tomara para 
generar la solución requerida para el caso, para luego ponerla en práctica. 
 
Con la AOP pensaríamos en aspectos, en particular, aspectos de navegación, lo 
cual nos permitiría obtener una navegación con una complejidad mínima, dándonos la 
posibilidad de pensar el grafo de forma totalmente separada. 
 
 
8.1. Clasificación de niveles de separación 
 
Veamos en detalle lo especificado con anterioridad, la AOP nos posibilitaría 
pensar la navegación de diferentes maneras, podríamos clasificar los niveles en tres, 
nivel objeto, nivel dependencia o nivel personalizado, veamos un poco mas claro esto: 
 
 
• A nivel Objeto: 
Este punto se refiere a que podríamos separar la 
navegación o mejor dicho, diseñar la navegación por 
objeto, de manera totalmente independiente de los otros 
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objetos del sistema, esta independencia es, por supuesto, 
hablando del diseño navegacional entero. 
 
• A nivel dependencia:   
Este se refiere a las aristas relacionadas entre si o 
lo que se podría llamar aristas dependientes, es decir, 
aquellas aristas que tienen una estrecha relación en 
términos de significado, como por ejemplo, agrupar 
aquellas que conduzcan a un lugar especifico como podría 
ser, las que nos permitan llegar a ciudades. También 
podríamos agrupar las aristas que son “creadas” por una 
arista particular, esto es, todas aquellas que toman 
“participación” a partir de otra. 
 
• A nivel personalizado:  
En este punto, se hace referencia a la creación de 
espacios de navegación de manera arbitraria, es decir, 
agrupar cierta cantidad de aristas, creando entre ellas una 
“relación” según el criterio del diseñador, esto le permite 
armar un espacio de navegación personalizado. 
 
 
Estas posibilidades que nos brinda la AOP están relacionadas con su 
característica de ser orientada a aspectos, cada “parte” de la navegación es un aspecto de 
la misma, esta es la razón por la que se pueden distinguir los niveles anteriormente 
especificados. 
 
La disposición de esta herramienta, nos confiere la capacidad de poder manejar 
la navegación en partes separadas [OT99, TOHS99], con las ventajas conocidas de la  
modularizacion, pues esto es lo que pasa al usar esta nueva técnica, podemos obtener 
modelos más específicos, cosa que antes no podíamos. 
 
En el momento del diseño de la navegación mediante la utilización de la AOP, 
estamos ante la toma de una decisión en vista a las modificaciones que podría sufrir 
nuestro sistema.  
 
El hecho de tener la diversidad de posibilidades que la AOP nos brinda en el 
caso de la navegación, nosotros estamos en condiciones de orientar el mismo de tal 
manera que pueda soportar la mayor cantidad de cambios posibles.  En cuanto a esto, 
cabe aclarar que hay otra decisión que tomar que consta de especificar a que tipo de 
cambios les prestaremos más atención, o bien a los cambios cuantitativos o a los 
cualitativos, esto es en referencia a cuales tomaremos como aquellos que serán la base 
de nuestra decisión. 
 
 
8.2. Diseño de las capas de nuestro modelo 
 
En el presente trabajo dejaremos este detalle de lado, dado que agrega 
complejidad innecesaria para el objetivo del mismo, pero cabe aclarar que no se le resta 
importancia, al contrario, es un punto merecedor de una especial atención en el 
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momento de estar diseño de la navegación de un sistema hipermedia, pues este es un 
factor muy importante en uno de los momentos mas conflictivos de la vida de un 
sistema como es el de la modificación, permitiendo al programador, en el caso de haber 
tomado la decisión correcta en cuanto a la solución de que problemas abocarse, tener 
suficientes herramientas como para solucionarlo sin desmejorar el diseño obtenido con 
anterioridad. 
 
La solución al ejemplo presentado en el trabajo utilizando la AOP tendrá como 
punto de partida el mismo que tuvo cuando se lo hizo con las técnicas actuales, por lo 
tanto se mostrara como primer paso, el mismo que se mostró en aquella, este nos servirá 
como base, de la misma manera que lo utilizamos con anterioridad. 
 
 
 
Fig. 17: Estado  inicial del modelo navegacional. 
 
 
En la Fig. 17 tenemos representado los actores de nuestro extracto del modelo 
total del ejemplo aquí presentado, los cuales serán más que suficientes para cumplir con 
el propósito del capitulo, como lo fueron en su momento para la presentación de la 
solución generada por las herramientas actuales. 
 
Ahora llegamos al punto clave donde tenemos que tomar la importante decisión 
de cómo dividir nuestro diseño de la navegación para que el mismo este mejor 
preparado para las futuras modificaciones. 
 
Para esto debemos tener en cuenta los posibles cambios que podrían surgir en la 
vida de nuestro sistema, lógicamente esta es una actividad muy dificultosa dado que a 
priori no se conocen los cambios que el mismo pueda sufrir, pero bien vale prestarle 
atención a esto para poder estimar la mayor parte de los mismos y poder tomar la  
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decisión acertada o por lo menos la mas acertada, de esta manera, estaríamos utilizando 
muy bien el potencial de la separación del diseño navegacional. 
 
En el presente trabajo se tomara la decisión de utilizar la separación a nivel 
objeto, dado que seria factible el agregado de elementos a la exposición y este estilo de 
separación seria muy ventajoso al momento de las modificaciones, dado que no 
implicaría ningún cambio en el modelo navegacional que se poseerá hasta el momento 
del cambio, si no que tan solo un agregado, esto se podrá observar claramente en la 
secciones posteriores. 
 
Ahora veamos como nos quedaría el grafo de navegación utilizando AOP y 
basándonos en nuestra decisión. 
 
 
 
Fig. 18: Grafo de navegación del auto.  
 
 
En la Fig. 18 tenemos el diseño de la navegación por parte de los autos y que 
solo obedecerá a cambios que incumban a estos, es decir, se vera afectado en casos tales 
como el agregado de algún elemento al auto, o bien puede ser el hecho de eliminar 
alguno del mismo, en esta figura se puede observar claramente cuales son los posibles 
caminos a seguir, cuando el usuario se encuentra posicionado en un auto. 
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Fig. 19: Grafo de navegación del motor. 
 
 
En la Fig.19 podemos ver el diseño de la navegación del motor, además 
podemos comenzar a ver como el diseño de la solución anterior se desdobla en partes 
con un nivel de complejidad muy inferior. 
 
 
Fig. 20: Grafo de navegación del sistema de seguridad.  
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La Fig. 20 representa la navegación a partir del sistema de seguridad, se puede 
observar con detalle las características del mismo, contrariamente a lo que pasa en el 
modelo navegacional de la solución anterior. 
 
 
 
Fig. 21: Grafo de navegación de la marca.  
 
 
La Fig. 21 nos muestra los caminos que “nacen” desde el objeto mismo, es decir, 
aquellos con los que este esta relacionado. 
 
 
Fig. 22: Grafo de navegación de la persona. 
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En la Fig. 22 se puede observar el grafo de navegación de la persona. 
 
 
 
 
 
Fig. 23: Grafo de navegación de la carrocería.  
 
 
En la Fig. 23 se puede observar los caminos posibles desde la carrocería del auto 
en el que nos encontramos. 
 
 
Fig. 24: Grafo de navegación del lugar.  
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En la Fig. 24 tenemos el grafo de navegación que se origina en el lugar. 
 
 
 
 
Fig. 25: Grafo de navegación de la pieza. 
 
 
En la Fig. 25 tenemos el grafo de navegación que se origina en la pieza. 
 
 
Ahora tenemos varios “sub modelos” de navegación que nos han quedado a 
partir de la decisión que tomamos, en cuanto a la división a efectuar de aquel modelo de 
OO para poder transformarlo o mejor dicho obtener una navegación mas modularizada 
y “manipulable” que la que nos brindan las herramientas actuales. 
 
Una vez finalizado el diseño de nuestras capas, debemos aplicar AOP para 
llegara a la representación del modelo obtenido. Para esto debemos concentrarnos en los 
links, que son el punto de unión entre nuestros sub. Grafos. 
 
Con respecto a la solución que estamos buscando mediante AOP, como 
comentamos anteriormente, el punto mas importante en el cual debemos prestar la 
suficiente atención es en los links, los cuales marcan el “momento” en el cual debemos 
“hacer algo”, esto es, son el momento en el cual nuestros modelos aparentemente 
desconectados entre si, dejan de serlo para convertirse en la gran unión que termina 
siendo el grafo de navegación total. 
 
Esta característica que poseen los links, los convierten en lo que en AOP son los 
join points, los cuales son el momento en el cual, según el advice, es el comportamiento 
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que tendrá. Ya tenemos representada la capacidad de los links, ahora debemos definir el 
aspecto que contendrá esos join points. 
 
 
8.3. Clasificación de los aspectos 
 
En la definición de los aspectos tenemos dos alternativas a saber 
 
• Aspecto general: 
En esta alternativa, se definiría un aspecto que 
contendría todos los joint points de nuestro modelo 
navegacional, además de todos los advices, esto es, todos 
los links con sus respectivos comportamientos. 
 
• Aspecto por capas:  
En esta alternativa, tenemos un aspecto por cada 
capa generada en el diseño de nuestro modelo de 
navegación, conteniendo solo los join points y los advices 
pertenecientes a la capa en cuestión. 
 
 
8.3.1. Aspecto general 
 
En esta alternativa, a pesar de que nuestro modelo navegacional esta constituido 
por n capas, en el momento de llevar dicho modelo a la representación en AOP nos 
quedaría representado por un único aspecto, lo cual no seria totalmente concordante con 
la separación conseguida en el paso anterior, pues estaríamos unificando estas capas. 
 
Veamos las ventajas y desventajas de esta opción: 
 
• Ventajas: 
Las ventajas son claras y se corresponden con las 
ventajas clásicas de tener una centralización total, pues 
hay un control mucho más fácil de seguir en cuanto al 
comportamiento del aspecto y se vería de una forma muy 
natural en el sentido de que el grafo seria una 
representación fiel de nuestro grafo de navegación en su 
totalidad. 
 
• Desventajas: 
Las desventajas también se corresponden con las 
de la centralización, pues el hecho de modificar algo toma 
una dificultad mucho mayor a la que debería. Además de 
aquellas intrínsecamente pertenecientes a la centralización, 
tendríamos una gran desventaja en el hecho de no poder 
explotar al máximo las  características de la solución 
mediante la AOP, viendo se estas limitadas, pero por 
supuesto nunca al punto de no hacer meritos como para ser 
utilizada.  
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8.3.2. Aspecto por capas 
  
 En esta alternativa, nuestro modelo navegacional de n capas se ve reflejado en la 
representación de este mediante la AOP, pues cada una de nuestras capas seria un 
aspecto, lo que es totalmente correspondiente con la separación obtenida en el paso 
anterior, dado que estaríamos tratando a cada capa por separado. 
 
Veamos las ventajas y desventajas de esta opción: 
 
• Ventajas: 
Las ventajas estarían compuestas por aquellas 
intrínsecamente pertenecientes a la separación de un 
problema en n sub problemas, pues en caso de propiciarse 
una modificación, esta tendría un rango de acción mucho 
mas acotado que en el caso de no tener esta separación, y 
con esto le dificultad de la misma esta dada solo por el 
grado de dificultad de la modificación. Además de esto 
tendríamos un modelo navegacional que se 
corresponderías completamente con nuestros aspectos, 
esto facilitaría las tareas de manutención de nuestro 
sistema. Otra ventaja es que por el mismo hecho de tener 
un aspecto por capa de nuestro modelo de navegación, 
estaríamos aprovechando las bondades de la AOP en 
ambos estadios, el del diseño de la navegación y el de la 
implementación de la misma. 
 
• Desventajas: 
Las desventajas son aquellas presentes en la 
separación de un problema en n sub problemas,  esto es, 
tenemos nuestros aspectos dispersos sin un núcleo que nos 
diga cuales son aquellos pertenecientes a tal o cual modelo 
de navegación, permitiendo de esta manera la confusión 
del programador. 
 
 
8.4. Modelado del ejemplo 
 
En lo siguiente se presentara un ejemplo de la definición de los aspectos 
utilizando la notación especificada con anterioridad. 
 
 En el presente trabajo se ha optado por utilizar la segunda opción dada en esta 
sección con respecto a la definición de los aspectos, es decir, mostraremos el ejemplo 
basados en la representación de cada capa de nuestro modelo navegacional mediante un 
aspecto, la decisión esta basada en la mejor explotación de las bondades de la AOP. 
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Fig. 26: Modelado del aspecto auto. 
 
 
En la Fig. 26 se puede observar la existencia de un aspecto auto que es el 
aspecto que representa a la capa auto y que los join pints del mismo son los links que 
posee hacia los otros objetos de nuestro modelo navegacional. 
 
Para aclarar un poco mas la figura, podemos decir que cada una de las lineas 
punteadas nos define un join point no es ni mas ni menos que el link, por ejemplo 
podemos decir que cuando se produzca la navegación por maraca, se llamara al advine 
de aspectAuto que se llama marca(). 
 
Pasemos a ver en detalle la figura: 
 
 
• Cuando se produzca la navegación por marca, se ejecutara en 
nuestro aspecto auto (AspectAuto), el advice llamado 
marca(). 
 
• Cuando se produzca la navegación por carroceria, se ejecutara 
en nuestro aspecto auto (AspectAuto), el advice llamado 
carroceria(). 
 
• Cuando se produzca la navegación por origen, se ejecutara en 
nuestro aspecto auto (AspectAuto), el advice llamado 
origen(). 
 
• Cuando se produzca la navegación por creador, se ejecutara 
en nuestro aspecto auto (AspectAuto), el advice llamado 
creador(). 
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• Cuando se produzca la navegación por sistema de seguridad, 
se ejecutara en nuestro aspecto auto (AspectAuto), el advice 
llamado sSegu(). 
 
• Cuando se produzca la navegación por motor, se ejecutara en 
nuestro aspecto auto (AspectAuto), el advine llamado motor(). 
 
 
 Los métodos que posee nuestro aspecto son los advices, que encierran la 
funcionalidad que tendrá el link correspondiente, es decir, cuando se produzca la 
navegación se ejecutara el advice relacionado con el join  point. 
 
 
 
 
 
Fig. 27: Modelado del aspecto carrocería. 
 
 
En la Fig. 27 se puede observar la existencia de un aspecto carrocería que es el 
aspecto que representa a la capa carrocería. 
  
De este grafico podemos decir que cuando se produzca la navegación por 
diseñador, se llamara al advine de aspectCarroceria que se llama diseñador(). 
 
Pasemos a ver en detalle la figura: 
 
 
• Cuando se produzca la navegación por diseñador, se ejecutara 
en nuestro aspecto carrocería (AspectCarroceria), el advice 
llamado diseñador(). 
 
• Cuando se produzca la navegación por origen, se ejecutara en 
nuestro aspecto carrocería (AspectCarroceria), el advice 
llamado origen(). 
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Fig. 28: Modelado del aspecto lugar. 
 
 
 
En la Fig. 28 se puede observar la existencia de un aspecto lugar que es el 
aspecto que representa a la capa lugar. 
  
De este grafico podemos decir que cuando se produzca la navegación por 
fundador, se llamara al advine de aspectLugar que se llama fundador(). 
 
Pasemos a ver en detalle la figura: 
 
 
• Cuando se produzca la navegación por fundador, se ejecutara 
en nuestro aspecto lugar (AspectLugar), el advice llamado 
fundador(). 
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Fig. 29: Modelado del aspecto marca. 
 
 
En la Fig. 29  se puede observar la existencia de un aspecto marca que es el 
aspecto que representa a la capa marca. 
  
De este grafico podemos decir que cuando se produzca la navegación por origen, 
se llamara al advine de aspectMarca que se llama origen(). 
 
Pasemos a ver en detalle la figura: 
 
 
• Cuando se produzca la navegación por origen, se ejecutara en 
nuestro aspecto marca (AspectMarca), el advice llamado 
origen(). 
 
• Cuando se produzca la navegación por fundador, se ejecutara 
en nuestro aspecto marca (AspectMarca), el advice llamado 
fundador(). 
 
 
 
 
Fig. 30: Modelado del aspecto motor. 
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En la Fig. 30 se puede observar la existencia de un aspecto motor que es el 
aspecto que representa a la capa motor. 
  
De este grafico podemos decir que cuando se produzca la navegación por marca, 
se llamara al advine de aspectMotor que se llama marca(). 
 
Pasemos a ver en detalle la figura: 
 
 
• Cuando se produzca la navegación por marca, se ejecutara en 
nuestro aspecto motor (AspectMotor), el advice llamado 
marca(). 
 
• Cuando se produzca la navegación por persona, se ejecutara 
en nuestro aspecto motor (AspectMotor), el advice llamado 
persona(). 
 
 
 
 
Fig. 31: Modelado del aspecto persona. 
 
 
 
En la Fig. 31 se puede observar la existencia de un aspecto persona que es el 
aspecto que representa a la capa persona. 
  
De este grafico podemos decir que cuando se produzca la navegación por origen, 
se llamara al advice de aspectPersona que se llama origen(). 
 
Pasemos a ver en detalle la figura: 
 
 
• Cuando se produzca la navegación por origen, se ejecutara en 
nuestro aspecto persona (AspectPersona), el advice llamado 
origen(). 
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Fig. 32: Modelado del aspecto pieza. 
 
 
En la Fig. 32 se puede observar la existencia de un aspecto pieza que es el 
aspecto que representa a la capa pieza. 
  
De este grafico podemos decir que cuando se produzca la navegación por origen, 
se llamara al advice de aspectPieza que se llama origen(). 
 
Pasemos a ver en detalle la figura: 
 
 
• Cuando se produzca la navegación por origen, se ejecutara en 
nuestro aspecto pieza (AspectPieza), el advice llamado 
origen(). 
 
• Cuando se produzca la navegación por diseñador, se ejecutara 
en nuestro aspecto pieza (AspectPieza), el advice llamado 
diseñador(). 
 
 
 
 
Fig. 33: Modelado del aspecto sistema de seguridad. 
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En la Fig. 33 se puede observar la existencia de un aspecto Ssegu que es el 
aspecto que representa a la capa sistema de seguridad. 
  
De este grafico podemos decir que cuando se produzca la navegación por marca, 
se llamara al advice de aspectSsegu que se llama marca(). 
 
Pasemos a ver en detalle la figura: 
 
 
• Cuando se produzca la navegación por marca, se ejecutara en 
nuestro aspecto sistema de seguridad (AspectSsegu), el advice 
llamado marca(). 
 
• Cuando se produzca la navegación por creador, se ejecutara 
en nuestro aspecto sistema de seguridad (AspectSsegu), el 
advice llamado creador(). 
 
 
Hasta acá hemos visto como lo podemos representa mediante la notación 
propuesta en el presente trabajo. 
 
 
8.5. Codificación del ejemplo 
 
 Ahora deberíamos ver como seria el pseudo código de los aspectos acá 
utilizados. 
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Fig. 34: Pseudo código del aspecto auto. 
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La Fig. 34 muestra el pseudo código del aspecto de la capa del auto, lo que seria 
la codificación de la Fig. 26. 
 
 
 
 
Fig. 35: Pseudo código del aspecto carrocería. 
 
 
La Fig. 35 muestra el pseudo código del aspecto de la capa del auto, lo que seria 
la codificación de la Fig. 27. 
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Fig. 36: Pseudo código del aspecto lugar. 
 
 
La Fig. 36 muestra el pseudo código del aspecto de la capa del auto, lo que seria 
la codificación de la Fig. 28. 
 
 
 
 
Fig. 37: Pseudo código del aspecto marca. 
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La Fig. 37 muestra el pseudo código del aspecto de la capa del auto, lo que seria 
la codificación de la Fig. 29. 
 
 
 
 
Fig. 38: Pseudo código del aspecto motor. 
 
 
La Fig. 38 muestra el pseudo código del aspecto de la capa del auto, lo que seria 
la codificación de la Fig. 30. 
 
 
Fig. 39: Pseudo código del aspecto persona. 
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La Fig. 39 muestra el pseudo código del aspecto de la capa del auto, lo que seria 
la codificación de la Fig. 31. 
 
 
 
 
Fig. 40: Pseudo código del aspecto pieza. 
 
 
La Fig. 40 muestra el pseudo código del aspecto de la capa del auto, lo que seria 
la codificación de la Fig. 32. 
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Fig. 41: Pseudo código del aspecto sistema de seguridad. 
 
 
La Fig. 41 muestra el pseudo código del aspecto de la capa del auto, lo que seria 
la codificación de la Fig. 33. 
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9. Ventajas de esta sobre la solución anterior 
 
 Hasta aquí hemos incurrido en dos soluciones distintas de un mismo problema, 
estas han surgido mediante la utilización de diferentes herramientas, la primera, es la 
que esta siendo utilizada en la actualidad y la segunda es la AOP, que en el presente 
trabajo se ha propuesto como herramienta a utilizar, queriendo con esto llevar a la 
misma a la participación en concerns aplicativos. 
 
 En la primer solución,  obtenemos un modelo navegacional muy cargado y tejido 
entre todos nuestros nodos, lo cual, dificulta claramente la lectura del mismo y por 
consiguiente la modificación, como se ha referenciado anteriormente. 
 
 También podemos mencionar lo que anteriormente se ha llamado atomicidad 
con respecto a la navegación, lo cual hace referencia a la falta de separación de la 
misma con sus consecuentes ventajas y desventajas. Estas están dadas por la 
centralización de la solución, es decir, por estar nuestro modelo navegacional 
concentrado, pero esto trae muchas desventajas que, como ya se han enumerado, 
solapan las ventajas. 
 
 Con respecto a la solución mediante el uso de la AOP, tenemos como principal 
característica la  separación de nuestro modelo navegacional. Esto trae aparejado 
ventajas y desventajas lógicas de la modularizacion, pero la AOP soluciona la 
desventaja por excelencia de la misma, que es el hecho de la conjunción de todas las 
sub. Soluciones para poder llegar a formar la solución general a todo el problema. 
 
  Ahora somos capaces de obtener un conjunto de grafos de navegación, los cuales 
tienen un escaso nivel de dificultad y además mediante la conjunción de los mismos, se 
obtiene la totalidad del grafo tal y como nos queda con la otra solución. 
 
 
9.1. Diferencia entre los grafos obtenidos 
 
 Como hemos podido observar, la principal diferencia entre ambas soluciones es 
la capacidad de la AOP para minimizar la complejidad a través de la descomposición de 
nuestro grafo de navegación. Anteriormente se ha mostrado los conceptos más 
importantes de la AOP, los cuales nos permiten esta citada separación. 
 
 Veamos entonces una comparación a nivel grafo de navegación entre las dos 
soluciones obtenidas.  
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Fig. 42: Grafo de navegación.  
 
 
 En la Fig. 42 podemos observar el grafo obtenido mediante la utilización de las 
técnicas actuales para el diseño del mismo. 
 
 Ahora veamos como queda el mismo grafo, pero después de aplicar las técnicas 
de la AOP. 
 
 Claro esta que en este caso no vamos a tener un solo diagrama si no un conjunto 
de estos que luego de la unión de los mismos, se llegara a obtener la misma 
funcionalidad que se obtiene en el caso de las herramientas actuales. 
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Fig. 43: Grafo de navegación del auto.  
 
 
 En la Fig. 43 vemos como nos queda el grafo de navegación del auto, que luego 
será “unido” con los diagramas restantes para conformar el diagrama general. 
 
 
Fig. 44: Grafo de navegación de la carrocería.  
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En la Fig. 44 podemos observar el grafo de navegación de la carrocería. 
 
 
Fig. 45: Grafo de navegación del lugar.  
 
 
 En la Fig. 45 tenemos la representación del grafo de navegación del lugar. 
 
 
Fig. 46: Grafo de navegación de la marca.  
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 En la Fig. 46 vemos la representación del grafo de navegación de la marca 
 
 
 
Fig. 47: Grafo de navegación del sistema de seguridad.  
 
 
 En la Fig. 47 podemos observar el grafo de navegación del sistema de seguridad. 
 
 
Fig. 48: Grafo de navegación del motor. 
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En la Fig. 48 podemos observar el grafo de navegación del motor. 
 
 
 
Fig. 49: Grafo de navegación de la persona. 
 
 
 En la Fig. 49 podemos observar el grafo de navegación de la persona. 
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Fig. 50: Grafo de navegación de la pieza. 
 
 
 En la Fig. 50 podemos observar el grafo de navegación de la pieza. 
 
 
9.2. Comparación de los resultados obtenidos 
 
 Hasta aquí hemos visto las dos representaciones del mismo grafo, en forma 
separada, ahora veamos que nos ha quedado algo de la siguiente forma. 
 
 
 
Fig. 51: Comparación del modelo de una sola capa y el de n capas. 
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 Como podemos observar en la Fig. 51, la AOP nos transforma una solución de 
una única capa a una de n capas, siendo n la cantidad de sub. Grafos que se generen a 
partir del problema inicial. 
 
 Estas capas o dimensiones que se han generado en este punto, es la forma en que 
se unen los pequeños grafos obtenidos mediante la utilización de la AOP para llegar a 
brindar la misma funcionalidad que en la solución que nos proveen las técnicas actuales. 
 
 La división que se logra mediante la utilización de la AOP, nos permite una gran 
facilidad para los cambios de nuestro modelo de navegación a un costo muy bajo, lo 
cual le confiere una gran importancia. 
 
 Ahora tenemos un diseño navegacional separado en sub grafos, los cuales 
forman la n capas del mismo. Estas, al ser combinadas, componen el grafo total que 
representa al modelo navegacional del sistema en su totalidad.  
 
 
 
Fig. 52: Comparación del modelo de una sola capa y el de n capas con perspectiva. 
 
 
 La Fig. 52 muestra como la combinación nombrada anteriormente entre las 
capas generadas en la solución de la AOP y el modelo de una única capa generado por 
las técnicas actuales, a pesar de ser soluciones totalmente distintas en lo que respecta a 
métodos, coinciden en el resultado final, significando esto, que a pesar de esta 
desigualdad, se consigue un resultado idéntico a los ojos del usuario del sistema. 
 
La AOP nos provee las herramientas necesarias para la separación de nuestro 
grafo de navegación, también aquellas necesarias para la composición de las capas 
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generadas, sin tener que pagar un costo alto en esta etapa, lo cual aumenta la 
potencialidad de la misma.  
 
La gran diferencia que podemos obtener entre un modelo de una sola capa y un 
modelo de n capas, es que, la modificación de nuestro modelo navegacional no tendría 
tanto impacto en aquel que tiene n capas pues esta consistiría en eliminar o agregar 
alguna de las capas. 
 
De esta manera nuestro grafo de navegación obtiene una independencia de 
niveles, lo que se corresponde con la idea de atomicidad a la que se hizo referencia en la 
solución con las técnicas actuales, pero en este caso, se ha logrado una atomicidad mas 
especifica, es decir, ahora tenemos realmente la incapacidad de seguir separando en sub 
grafos y no como antes, que teníamos un modelo  indivisible, pero por las 
características de las técnicas utilizadas y no por este mismo. 
 
Veamos mas claramente esto mediante una figura que representa el eliminado de 
un objeto en nuestro modelo navegacional. 
 
 
 
Fig. 53: Eliminado de una capa en el modelo AOP.  
 
 
La Fig. 53 nos muestra cuan fácil seria en el caso de utilizar AOP para la 
solución del problema, el hecho de eliminar un objeto de nuestro grafo de navegación. 
Esto consistiría en algo tan sencillo como eliminar la capa del modelo navegacional del 
objeto a eliminar.  
 
Esta misma modificación en el grafo generado por las técnicas actuales incluiría 
a todo el grafo, poniendo en peligro partes del mismo que no tienen relación con el 
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objeto a eliminar, lo cual agrega una complejidad innecesaria a la hora de las 
modificaciones, haciendo de esta manera peligrar nuestro modelo. 
 
No es difícil imaginarse una modificación que implique un agregado de una 
clase, pues la Fig. anterior fue lo suficientemente explicativa como para darnos cuenta 
que esta consistiría, en el caso de la solución mediante la AOP, del simple agregado de 
la nueva capa generada a partir de la clase que se esta agregando, mientras que en la 
solución obtenida con las herramientas actuales tendría el mismo grado de complejidad 
que la eliminación, que es claramente superior a esta. 
 
 
 
Fig. 54: Agregado de una capa en el modelo AOP.  
 
 
Como muestra la Fig. 54, el agregado de un nuevo objeto en nuestro modelo 
navegacional tiene una complejidad acotada al grafo perteneciente al mismo, lo cual es 
una clara ventaja con respecto a las técnicas actuales. 
 
Cabe hacer la aclaración que como es de suponer el modelo queda modificado, 
esto se ve en el grafico. 
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10. Generalizar el ejemplo 
 
 En este punto no se pretende desarrollar un patrón para la solución del problema 
de la navegación, pues esto escapa a los objetivos del presente trabajo, pero si es un 
comienzo para la realización de dicho patrón. 
 
 Como ya hemos visto en los puntos anteriores, en el problema de la navegación, 
tendríamos cada una de las “capas” representadas como un aspecto de misma, además 
de los links, que estarían representados por los join points de los mismos, lo cual nos 
permite el agregado de cualquier tipo de funcionalidad dentro de la misma. 
 
 
 
 
Fig.55: Representación del modelo de n capas al aplicar AOP. 
 
 
En la Fig. 55 anterior tenemos un modelo que consta de capas que componen la 
totalidad de la navegación, cada una de estas capas estaría representada por un aspecto, 
que da forma a lo que es el sub. Grafo que representa la capa en cuestión. 
 
Es fácil ver que el modelo total estaría formado por un conjunto de aspectos que 
darían forma, cada uno, a una capa en particular, permitiendo de esta manera la 
representación de la separación lograda en los diagramas, con lo que las ventajas 
obtenidas en la etapa de diseño se ven aumentadas por aquellas pertenecientes a la 
representación que se le dará mediante la utilización de la AOP. 
 
También podemos observar que a cada momento de la navegación, tenemos un 
diagrama que representa exactamente lo que nosotros tendremos en la pantalla esto no 
es mas ni menos que el aspecto, es decir, hay una correspondencia uno a uno entre grafo 
y pagina, lo cual no teníamos con la soluciones que nos aportan las herramientas 
actuales. 
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 Como hemos visto en el grafico de las capas, ahora no solo tenemos un nivel en 
el cual desplazarnos, si no que además de el desplazamiento entre objetos del mismo 
nivel (objetos encerrados en un aspecto)  aparece el desplazamiento entre niveles 
(aspectos). 
 
 Ahora tenemos una navegación mucho mas compleja que la anterior, esto 
siempre desde el punto de vista de del programador, sin modificar en ningún momento 
la interfaz con el usuario, pues podemos verla como de 2 dimensiones, es decir, ahora 
vamos a tener una navegación con un nivel de complejidad altamente superior, pues los 
links que se presentan en un nivel, ahora no solo nos posicionan en una pagina 
especifica si no que ese posicionamiento significa el cambio de nivel de la navegación. 
 
 Clarifiquemos un poco esto del cambio de nivel, con esto se hace referencia a la 
participación que toma cada una de la capas en un momento dado, esto es, cada vez que 
cambiamos la pantalla en nuestra navegación, es decir, cuando “recorremos” un link, lo 
que hacemos es algo mas complejo que una simple navegación, es un “cambio” de nivel 
en el diagrama de navegación, por esta razón es que, como se menciono anteriormente, 
tenemos una correspondencia uno a uno entre la posición actual del usuario con 
respecto al sistema y el correspondiente sub. Grafo. 
 
Este cambio entre los niveles que hemos mencionado debe hacerse en el 
momento en el cual se navega desde un objeto hacia otro, ese momento es precisamente 
el link, con lo cual, el manejo del cambio de nivel debería  ser proveído por los links. 
Esto significa que los links son justo el momento en el cual se debería hacer algo, es 
decir, son los join points, como se los llama en AOP, lo cual significa que estos 
marcarían un momento en la navegación, el momento en el cual nuestro modelo debe 
cambiar de nivel. 
 
Esta intervención que tienen nos links, trae consigo una herramienta muy 
poderosa, es decir, agrega a estos un potencial muy grande que antes no tenían, que es la 
posibilidad de ampliar su campo de acción mas allá de el simple posicionamiento en 
otro objeto de nuestra navegación, hacia el agregado de funcionalidad arbitrariamente 
diferente a la navegación, como es el manejo del posicionamiento en niveles, pero sin 
limitarlos a esta. 
 
Este nuevo campo de acción que la AOP les confiere a los links es muy amplio y 
escapa a los objetivos del presente trabajo, con lo cual se dejara pendiente para un 
futuro, pues como se menciono anteriormente, esta designación de estos como join 
points nos abre un abanico de posibilidades, es decir, podríamos usarlos para incluir 
cualquier funcionalidad a nuestra navegación. 
 
Algunas otras aplicaciones de esta nueva capacidad introducida por la AOP a los 
links podría ser, control de acceso, personalización, etc. Básicamente cualquier 
funcionalidad que nos pudiera ser útil en el momento de “navegar” desde una pagina a 
otra. 
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10.1. Modelado de una capa 
 
Ahora veamos una generalización de la aplicación de aspectos en la solución a 
nuestro ejemplo de manera tal que pueda ser utilizada en problemas de similares 
características. Esta generalización no será tratada en su totalidad ya que no es el 
objetivo mismo del presente trabajo, pero no se descarta la profundización en un futuro, 
debido a su importancia. 
 
 
  
 
 
Fig.56: Modelo de AOP para un objeto navegacional. 
 
 
La Fig. 56 intenta ser un modelo a seguir para la solución de la navegación. Este 
se desprende de la solución proveída en el presente trabajo al problema específico de la 
navegación del sistema tomado como ejemplo y de una generalización realizada en base 
al mismo. La creación de un patrón escapa a los objetivos del presente trabajo, razón 
por la cual no se profundizara más allá del grafico, pero puede ser otra de las líneas 
investigativas a seguir. 
 
La figura anterior es la representación de la generalización realizada en base al 
ejemplo tratado, mediante la notación propuesta en el presente trabajo. 
 
 
10.2. Codificación de una capa 
 
 En lo siguiente se presentara el pseudo código del “aspecto genérico” 
presentado. 
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Fig.57: Pseudo código del aspecto de un objeto navegacional. 
 
 
La Fig. 57 muestra el pseudo código del aspecto genérico que se obtuvo con 
anterioridad en la Fig. 56. 
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11. Conclusión 
  
 En la actualidad la AOP esta siendo utilizada en concerns no aplicativos tales 
como seguridad, manejo de memoria, acceso a BD, etc. Cuestiones que si bien 
pertenecen a la solución en general de los sistemas, pues hoy, la mayoría de los sistemas 
poseen por lo menos una de estas funcionalidades, lo cual a priori tiene dos lecturas 
muy contradictorias entre si. 
  
 Una de las lecturas es la de los detractores de la AOP, quienes sentencian que 
ese es el campo de acción de los aspectos, pues no son en si algo innovador si no que 
son ni más ni menos que una funcionalidad que nos permite poner en practica la OO. 
 
 La otra  lectura es la de los defensores de la AOP, quienes le asignan a la esta 
algo mucho más importante que los detractores y sostienen que AOP es un nuevo 
paradigma, situándola al mismo nivel que a la OOP o al paradigma de la programación 
funcional, entre otros. 
 
 Tomando una posición alejada de las dos extremistas, tratando de ser totalmente 
subjetivos, se podría llegar a una lectura mas centrada de esto, o por lo menos mas 
basada en hechos que en palabras, es decir, la primer lectura parece ser bastante escueta 
e injusta con la AOP, pero la segunda lectura tiene una posición muy ambiciosa y poco 
demostrativa. 
 
 La investigación mas interesante a realizar es la de corroborar la veracidad de 
que la AOP es un paradigma, pues esto seria mucho mas importante para la comunidad 
investigadora de tecnologías que la primer opción, pero esta demostración posee una 
dificultad directamente proporcional a la importancia o el aporte que tendría a la 
tecnología. 
  
El presente trabajo ha tenido como principal objetivo dar un paso en ese camino 
de descubrimiento de las bondades de la AOP, centrándose en primer medida en la 
incorporación de la misma en la solución a concerns aplicativos, lo que a priori puede 
sonar algo careciente de importancia, pero que como se ha podido ver a lo largo de este 
trabajo, tiene suficiente importancia como para continuar el ángulo de la investigación. 
 
A lo largo del trabajo se han profundizado conceptos de la misma y analizado la 
posibilidad de aplicarlos para llegar al objetivo planteado desde el inicio del mismo. 
 
Como punto de partida fue seleccionado un ejemplo de un sistema hipermedia 
para obtener una solución con las herramientas actuales y otra solución mediante la 
utilización de la AOP, para luego obtener una comparación de las mismas. 
 
Si bien el objetivo era llegar a ver que AOP escalaba para la utilización en 
concerns aplicativos, se fue un poco mas allá del objetivo queriendo ver que además de 
eso, tiene ventajas con las técnicas actuales. 
 
La aplicación de la AOP en la navegación del ejemplo de sistema hipermedia 
presentado como ejemplo fue satisfactoria, de hecho, en la comparación con las técnicas 
actuales se obtuvieron mejores resultados, en base a los problemas típicos que puedes 
suscitarse. 
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Además, el concern de la navegación es aplicativo en los sistemas hipermedia, 
pues una funcionalidad principal que estos poseen es la navegación, lo cual nos permite 
asegurar que la AOP ha sido utilizada en un concern aplicativo. 
  
Como un paso mas, se ha generalizado la situación para aclarar aún mas la idea 
de cómo los aspectos pueden ser utilizados en la solución al problema de la navegación 
en los sistemas hipermedia. 
 
Por dichas razones, el objetivo propuesto en los inicios del presente trabajo 
puede verse cumplido y de esta manera, se ha podido además dar un paso importante en 
la investigación de la AOP, no siendo esto suficiente para asegurar la calidad de 
paradigma de la misma, pero si para poner en tela de juicio, incluso a los mismos 
detractores de la idea, la visión de la que son partidarios. 
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12. Trabajo futuro 
 
Como primera medida debemos establecer cual es el objetivo principal de la 
investigación y luego establecer el cronograma de sub. Objetivos para poder llegar a la 
conclusión del mismo. 
 
 El objetivo del inicio de la investigación ha sido la búsqueda de una justificación 
a la hora de clasificar a la AOP, se ha dirigido la misma a la visión de la AOP como un 
nuevo paradigma, para lo cual se presento este trabajo con el objetivo de inmiscuirse en 
los concerns aplicativos utilizando esta nueva técnica. 
 
 La presente investigación no es suficiente para decir que la AOP es un 
paradigma de programación, pero es un importante paso en el largo camino de esa 
demostración, lo que no se puede pasar por alto es el aporte que esto hace a esta. 
 
Dado el estado actual de la AOP, es muy amplio el campo a explorar desde el 
punto en el que nos encontramos y por lo tanto se debe tomar una decisión importante 
en cuanto a que objetivo proponer como segundo paso en la misma. 
 
 El próximo paso es la búsqueda de funcionalidad que la AOP nos provea y que 
las herramientas actuales no, es decir, hasta ahora vimos como algo que se solucionaba 
con las herramientas actuales puede ser solucionado con la AOP, ahora tendríamos que 
ver que hay algo que las herramientas actuales no pueden resolver, pero la AOP si. 
 
 Además de esto, es muy interesante el hecho de establecer un patrón en base a lo 
visto hasta ahora, esto es, inmiscuirse mas detalladamente en la solución presentada en 
el trabajo y llegar a desarrollar un Standard para los sistemas hipermedia, proveyendo al 
programador de todas las bondades de la AOP para el manejo de la navegación y de esta 
manera, llegar a hacer del uso de la misma en este tipo de soluciones, algo mas 
generalizado. 
 
 Otra tare interesante e importante seria la investigación mas detallada de la 
potencialidad agregada a los links por parte de la AOP, como ya dijimos esta los pone 
en el centro de la escena, confiriéndonos la posibilidad de el agregado de funcionalidad 
en la navegación. 
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