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5.4 Možni junaki . . . . . . . . . . . . . . . . . . . . . . . . . . . 30
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Naslov: Razvoj 2D računalnǐske igre v Pygame
Avtor: David Lapornik
Razvoj večigralske igre je zelo zahteven postopek, ki je sestavljen iz mnogih
komponent in nelinearnega razvoja. Posebno težko je dobiti dokumentacijo
na enem mestu, saj je tem v razvoju iger mnogo in so zato razdeljene.
V diplomi smo razvili večigralsko pretepačino, ki deluje na arhitekturi SC.
Grafiko, strukturo igre ter strežnik smo naredili sami, medtem ko je bil za
grafično knjižnico uporabljen Pygame. Za razvoj smo uporabili agilne me-
tode, specifično določene principe SCRUM-a.
Rezultati so nam pokazali, da je razvoj bolj kompleksne večigralske igre v
knjižnici Pygame mogoč in da je razvojni proces težko, a ne nemogoče doku-
mentirati.
Ključne besede: igra, večigralska, Pygame, pretepačina, razvojni proces.

Abstract
Title: 2D Game development in Pygame
Author: David Lapornik
Multiplayer game development is a very demanding process, that consists of
many components and nonlinear development. It is especially difficult to get
documentation in one place, as there are many topics in game development,
and they are therefore divided.
In our degree, we developed a multiplayer brawl that works on SC archi-
tecture. We made the graphics, the structure of the game, and the server
ourselves, while Pygame was used for the graphics library. We used agile
methods for development, specifically defined principles of SCRUM.
The results showed us that the development of a more complex multiplayer
game in the Pygame library is possible, and that the development process is
difficult, but not impossible to document.





Videoigre so mi bile vedno zanimive in so bile eden glavnih motivatorjev, da
sem se vpisal na ta študij. Pred študijem sem bil seznanjen z zelo osnovnimi
gradniki iger, a sem pri predmetih Računalnǐska grafika ter Tehnologija iger
in navidezna resničnost to znanje še nadgradil. Posebej so me zanimale 2D
igre, saj sem ob njih odrasel in si vedno želel samostojno razviti svojo igro.
Moj izdelek pri diplomski nalogi bo večigralska 2D ”pretepačina”, podobna
igram, kot so Super Smash Bros ter Brawlhalla. Ob razvoju bom podrobno
dokumentiral vse komponente, metode in rezultate testiranj, tako da bo ta
naloga za vsakogar, ki se je loti, lažja.
1.1 Pregled področja
Razvoj videoiger je relativno nova industrija, ki pa hitro napreduje in je v
letu 2020 presegla 120 milijard dolarjev [1], medtem ko je bila najbolj profitna
igra Fortnite s kar 1.8 milijarde dolarjev. Narastek v zaslužku lahko vidimo
na sliki 1.1.
Področje videoiger je zelo obsežno. Samo osnovna razčlenitev ima
tri skupine: 2D igre, 3D igre ter igre virtualne resničnosti. Glede na velikost
ekipe, jih lahko razdelimo na AAA igre (torej igre z ogromno ekipo, veli-
kim proračunom, ponavadi manj inovacije) ter tako imenovane INDIE igre
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Slika 1.1: Zaslužek podjetij z videoigrami 2000–2019
(manǰsa ekipa, majhen ali skoraj neobstoječ proračun, ogromno inovacije).
Nas bolj zanima INDIE tip razvoja, saj smo majhna ekipa (ena oseba) brez
proračuna.
1.1.1 Zvrsti iger
Videoigre lahko klasificiramo glede na več dejavnikov. Glede na število igral-
cev jih lahko razčlenimo na enoigralske ter večigralske igre. Glede na pove-
zavo s spletom jih ločimo na spletne igre ter lokalne igre. Prav tako jih lahko




Akcijske igre so igre, v katerih je igralec v kontroli in centru akcije. Ker so
tovrstne igre za igranje lahke, so še zmeraj najbolj popularna zvrst. Nadalj-
nje jih lahko razvrstimo na: platformne igre, kjer igralec ponavadi pleza ali
se spušča po ploščadih z ovirami na poti; strelske igre, kjer igralec strelja ali
računalnǐske nasprotnike ali druge igralce; pretepačine, kjer je ponavadi osre-
dotočenje na bližnje napade, preživetvene igre, kjer mora igralec preživeti z
danimi dobrinami; ter ritemske igre, kjer igralec izvaja svoje akcije v skladu
z glasbo igre.
Akcijsko-avanturne igre
Ta zvrst iger ponavadi vključuje dve vrsti igralnosti: iskanje nekih predmetov
ali ljudi ter akcijo, kjer so ti predmeti ali ljudje uporabljeni za nadaljevanje
igre. Pogosto so osredotočene na uganke, raziskovanje in odkrivanje zakladov.
Poleg osnovnih pa imamo še eno podzvrst: preživetvene grozljivke, kjer z
omejenimi dobrinami preživimo v okolju, ki je pogosto za igralca strašno ali
vznemirljivo.
Avanturne igre
V avanturnih igrah igralci vplivajo na okolje in se sporazumevajo z dru-
gimi karakterji, da rešujejo uganke ter dobijo sledi, da v zgodbi nadaljujejo.
Poznamo nekaj podzvrsti avanturnih iger: tekstovne avanture, kjer igralec
vnaša besedilo in mu igra odgovori z besedilom o stanju v igri; grafične avan-
ture, kjer so poleg besedila igralcu prikazane tudi slike; vizualni romani, kjer
igralec komunicira in pridobi zaupanje karakterjev; ter interaktivni filmi, kjer
igralec izbira, kako bo film potekal s svojimi odločitvami v zgodbi.
Igre z igranjem vlog
Kot pove ime, v teh igrah igralec prevzame vlogo karakterja v svetu igre.
Ponavadi so postavljene v srednjeveško ali fantazijsko okolje, seveda pa ob-
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staja ogromno edinstvenih okolij. Poznamo nekaj podzvrsti iger z igranjem
vlog: akcijske, kjer so bitke odvisne od igralčevih odločitev ter refleksov; ma-
sivne večigralske igre igranja vlog, kjer je v svetu igre hkrati ogromno število
igralcev; podobne Rogue, ki so kot pove ime igre podobne igri Rogue iz leta
1980 z naključnim generiranjem sveta; taktične, ki so zelo podobne šahu in
drugim namiznim igram ter so odigrane v rundah; peskovnǐske igre z igra-
njem vlog, ki imajo obširne realne svetove; ter skupinske igre, kjer igralec
kontrolira skupino karakterjev v svetu.
Simulacijske igre
Simulacijske igre, kot pove ime, simulirajo realne ali izmǐsljene situacije. Igra-
lec lahko na primer skrbi za konstrukcijo in vzdrževanje mesta, opazuje ter
upravlja življenje karakterja v igri, skrbi za hǐsnega ljubljenčka ali vozi vozila.
Strateške igre
Strateške igre omogočajo igralcu, da s svojo taktiko premaga izzive v igri ali
celo tekmuje z drugimi igralci. Imajo precej veliko število podzvrsti, med
katerimi pa je potrebno omeniti podzvrst MOBA ali t. i. večigralsko spletno
bojno areno. Igralci v tovrstnih igrah kontrolirajo en karakter in se v skupini
z drugimi igralci borijo proti nasprotni skupini igralcev, kjer je ponavadi cilj
uničiti bazo nasprotnikov.
Športne igre
Športne igre simulirajo realne ali izmǐsljene športe. Najbolj popularne športne
igre so dirkalne igre ter igre nogometa.
Miselne igre
Miselne igre so ponavadi lahke za igranje; poudarek je na tem, da igralec
reši problem v igri. Ločimo jih na igre logike, kjer igralec rešuje uganke
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ali probleme ter igre vprašanj in odgovorov, kjer igralec dobi vprašanje in
napreduje tako, da poda ali izbere pravilen odgovor.
1.1.2 Razvoj iger v Sloveniji
Ko govorimo o razvoju iger v Sloveniji, moramo omeniti najbolj uspešno
slovensko podjetje, ki se s tem ukvarja, to je Outfit 7. Ustanovila sta ga
Samo in Iza Login. Po nekaj mesecih spodletelih poskusov so razvili igro za
otroke Talking Tom (slika 1.2), ki je podjetje hitro razširila. Trenutno imajo
okoli 410 milijonov mesečnih uporabnikov ter 12 milijard prenosov. Prav tako
razvijajo nekaj novih iger izven franšize Talking Tom and Friends. Omeniti
moramo tudi studio Triternion, ki je izdal zelo uspešno igro Mordhau (slika
1.3). Marko Grgurovič, glavni razvijalec na Triternionu, je 8. marca 2017
na platformi Kickstarter začel kampanjo zbiranja sredstev, ki je v manj kot
24-ih urah dobila zadosti finančnih sredstev za nadaljevanje. V enem mesecu
po izdaji, je bilo prodanih več kot en milijon kopij igre Mordhau.
1.2 Motivacija
Razvoj iger je kompleksen postopek, ki smo ga v okviru predmeta Tehnologija
iger in navidezna resničnost dobro spoznali. Sedaj bi radi razvili aplikacijo, ki
uporabi pridobljena znanja in pomagali drugim, da bodo lahko lažje zgradili
svojo lastno videoigro. Veliko ljudi si želi razviti svojo lastno izkušnjo, a
ne vedo kje ter kako začeti. Z našim diplomskim delom lahko poskrbimo,
da lahko vsakdo z voljo do dela in iskrico za učenje razvije karkoli, kjer je
omejen samo z lastno domǐsljijo.
1.3 Namen diplome
Namen diplome je pridobiti vpogled v postopek ter količino dela za osebo, ki
želi samostojno razviti igro. Ta postopek je dolgotrajen in njegovo trajanje
je odvisno od kompleksnosti igre. Ukvarjali se bomo s celotnim postopkom,
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vključno z: izdelavo Spritesheet-a, razreda za grafiko, ogrodja, strežnika,
menijev, zvoka ter same logike igre. Na koncu se bomo lotili še testiranja
aplikacije, ki nam bo povedalo, kako uspešni smo bili pri upoštevanju vseh
principov izdelave kvalitetne igre.
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Slika 1.2: Igra Talking Tom
8 David Lapornik




Za urejevalnik kode smo uporabili okolje Pycharm, ki se uporablja za urejanje
Python [6] kode. Prav tako omogoča lahko namestitev potrebnih knjižnic,
avtomatsko dopolnjevanje izrazov ter paralelno izvajanje večih odjemalcev.
Ima intuitiven uporabnǐski vmesnik, ki ga lahko vidimo na sliki 2.1. Omogoča
nam tudi povezavo z repozitorijem kode Github [3], kar nam omogoča lažje
testiranje ter varnostno kopijo igre.
2.2 Pygame
Kot knjižnico za upravljanje z grafiko igre smo uporabili knjižnico Pygame,
ki nam omogoča lahko risanje na sceno, uporabo Sprite-ov in Spritebatch-ov
ter nekaj splošnih uporabnih metod za pogon igre. Izdana je bila 28. 10.
2000. Deluje pod licenco GNU Lesser General Public License in je brez-
plačna. Knjižnica je dobro dokumentirana in ima tudi nekaj razširitev, ki
omogočajo lažjo izvedbo nekaj kompleksneǰsih funkcij v igri. Vsebuje tudi
razrede za umetno inteligenco ter fizikalni pogon, ki pa ga tekom razvoja ni-
smo uporabili, saj smo želeli lasten fizikalni pogon. Dokumentacija knjižnice
je dostopna na spletni strani [5].
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Slika 2.1: Uporabnǐski vmesnik urejevalnika Pycharm
2.3 Piskel
Kot program za izdelavo grafike smo izbrali Piskel, saj nam omogoča lahko
izdelavo grafike ter pretvorbo v slikovni atlas. Podpira rotacijo sprite-a, po-
ljubno velikost ter razpored na slikovnem atlasu, orodja za oblike in poljubne
RGB barve. Dostopen je na spletni strani Piskelapp [4]. Uporabnǐski vme-
snik je na sliki 2.2.
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SCRUM [7] je agilna metoda za razvoj aplikacij. Temelji na razdelitvi dela
na neke cilje, ki jih je možno opraviti v iteracijah, imenovanih šprinti. Pred
vsakim šprintom ekipa pregleda ter izbere, katere naloge se lahko opravi v
enem šprintu, do te mere, da so že delujoče. Po vsakem šprintu se opravljeno
delo pregleda in oceni ter morebitno izbolǰsa v naslednjem šprintu, dokler
izdelek ni zaključen. Shema metode SCRUM je prikazana na sliki 3.1.
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Slika 3.1: Shema agilne metode SCRUM
Poglavje 4
Analiza in načrtovanje
4.1 Dokument predloga igre
Dokument predloga igre (angl. Game design document) je opisni dokument
zasnove igre. Dokument se skozi razvoj igre zaradi dinamičnosti razvoja lahko
precej spreminja, saj si lahko razvijalci premislijo glede določenih funkcij igre.
Ponavadi ga začnemo z osnovnimi koncepti in pri razvoju nadgrajujemo.
Dokument predloga igre lahko vsebuje:
1. žanr,
2. načrt dela,
3. zgodbo igre (če jo ta ima),
4. karakterje igre,
5. primere grafike (skice),
6. primere igralnosti (kaj igralec v igri lahko počne),
7. opis sveta ter nivojev igre,
8. zvok in glasbo,




11. stroške ter monetizacijo,
12. konkurenco,
13. potrebne kompetence članov razvojne ekipe,
14. povzetek dokumenta.
4.2 Omrežne arhitekture večigralskih iger
V večigralskih igrah se pretežno uporablja dva tipa omrežne arhitekture:
strežnik-odjemalec (SC) ter Peer To Peer [8].
4.2.1 Peer To Peer
Peer To Peer deluje tako, da je vsak računalnik hkrati odjemalec in strežnik,
kot je to razvidno na sliki 4.1. Računalniki v omrežju komunicirajo neposre-
dno med seboj, kar se lahko izkaže za problem pri sinhronizaciji podatkov
sveta igre ter varnosti omrežja. Igralci pri tej arhitekturi veliko lažje golju-
fajo, saj lahko spreminjajo svet igre, ki ga spremenjenega vidijo tudi drugi
igralci.
4.2.2 Strežnik-odjemalec
SC deluje na principu centralnega strežnika, ki prejema zahteve ter opra-
vlja storitve enega ali več odjemalcev, ki zahteve pošiljajo strežniku, kot je
razvidno na sliki 4.2. V tej arhitekturi ni nobene komunikacije med samimi
odjemalci. Prednosti te arhitekture so: igralci težje goljufajo, saj ima strežnik
vedno pravilno predstavo o instanci igre in tako ne dopusti sprememb; ter
je bolj varna, saj odjemalec nima neposrednega stika z drugimi odjemalci in
lahko podpira večje število odjemalcev.
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Slika 4.1: Shema arhitekture Peer To Peer
4.3 Omrežna arhitektura naše igre
Za omrežno arhitekturo naše igre smo izbrali SC, saj nam omogoča lažjo im-
plementacijo in preprečuje lahko goljufanje. Implementirali smo ga s pomočjo
knjižnice socket [9]. Poznamo dve vrsti protokolov vtičnikov, ki bi jih lahko
uporabili za implementacijo strežnika: TCP in UDP [10]. Za našo igro smo
izbrali protokol TCP.
4.3.1 TCP vtičnica
TCP je protokol, ki je uporabljen za zanesljiv prenos podatkov med odje-
malcem in našim strežnikom. Protokol vzpostavi povezavo med odjemalcem
in strežnikom po uspešnem trojnem rokovanju ter po njej pošilja podatke. V
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Slika 4.2: Shema arhitekture Server-Client
primeru izgube paketa bo ta poslan ponovno.
4.3.2 UDP vtičnica
UDP protokol je podobno kot TCP uporabljen za prenos podatkov, a pri
tem ne zagotavlja zanesljivosti dostave. Med pošiljateljem in prejemnikom
ne vzpostavi povezave. Posledično, ker ne uporablja kakršnegakoli rokovanja
in potrjevanja, je hitreǰsi pri pošiljanju.
4.3.3 Problem latence
Uporabljen strežnik pa seveda ne omogoča takoǰsnjega dostopa, saj se v
omrežju paketi lahko zamudijo. Zato igra deluje sledeče: ena instanca igre
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teče na odjemalcu, kjer posodabljamo samo igralca, druga pa na strežniku,
kjer posodabljamo vse ostale objekte razen igralcev. Odjemalec pošlje zah-
tevo za posodobitev igralca, s priloženimi vhodnimi tipkami; strežnik poso-
dobi igralca, nato pa odgovori s stanjem celotnega sveta. Nato odjemalec
preveri, če se igralec nahaja na pravem mestu in ga ustrezno posodobi, če
se ne. Prav tako nastavi vse ostale objekte, ki jih instanca igre igralca ne
posodablja. Tako poskrbimo, da ko igralec vnese ukaz, se njegov junak takoj
premakne. Strežnik ima vedno prevlado nad stanjem v igri in odjemalci so
tisti, ki morajo svoje stanje popraviti.
4.4 Grafika igre
Grafiko igre smo izrisovali v obliki 2D slik. Da pa optimiziramo izris in bolj
učinkovito uporabimo grafično kartico, smo za izris uporabili slikovni atlas,
kjer imamo več ločenih poz v eni sliki.
4.4.1 Slikovni atlas
Za vsako animacijo smo uporabili svoj slikovni atlas, saj nam slednje omogoča
lažji izris. Slikovni atlas je slika, na kateri je več različnih manǰsih slik. Te
slike lahko programsko izberemo ter izrǐsemo, glede na to katero sliko želimo
na zaslonu. Praviloma bi lahko vse animacije igralca imeli na enem slikovnem
atlasu, a smo v okviru diplomske naloge uporabili več atlasov, enega za vsako
animacijo. Primer slikovnega atlasa je na sliki 4.3.
Slika 4.3: Eden od slikovnih atlasov, uporabljenih v igri
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4.4.2 Animacija
Animacija je ustvarjanje iluzije gibanja, ki jo dosežemo s hitrim prikazova-
njem slik. Animacijo lahko razdelimo na dve skupini: tako, kjer je objekt
narisan v vseh vmesnih pozah ter tako, kjer imamo narisanih več delov telesa,
ki jih nato izrǐsemo na ogrodje in nato to ogrodje premikamo. V naši igri
smo izbrali prvo skupino, saj bi ogrodje vzelo preveč časa. Tekom projekta
smo v aplikaciji Piskel izdelali več kot 400 različnih slik ali frame-ov.
4.5 Arhitektura igre
4.5.1 Strežnik
Kot omenjeno, smo postavili strežnik s pomočjo Python knjižnice socket.
Strežnik vzame IP naslov računalnika, na katerem je zagnan. Strežnik ima
za stanje iger tri slovarje: slovar igralnih sob, slovar iger ter slovar izborov.
Poleg tega ima še četrti slovar igralcev ter njihovih avtentikacij, ki jih shrani
v lokalno besedilno datoteko v formatu json. Ta del strežnika lahko vidimo
na sliki 4.4. Strežnik posluša nove odjemalce in ko ga dobi, začne novo nit
komunikacije z omenjenim odjemalcem. Odjemalec nato pošilja zahteve, ki
imajo strukturo: številka zahteve, kdo zahtevo pošilja ter morebitni argu-
menti. Številka zahteve strežniku pove, katero storitev bi rad koristil upo-
rabnik. Slednje lahko vidimo na sliki 4.5. Možne storitve so: registriranje
na strežniku, vpis na strežniku, odprtje igralne sobe, pridružitev k igralni
sobi, izbor igralca, potrditev izbora igralca, seznam vseh sob, začetek igre
v sobi, pošiljanje vhodov ter vrnitev stanja v igri, ponastavitev stanja igre,
deklaracija zmagovalca igre, izbor nivoja, preverjanje izbora nivoja, vrnitev
vseh igralcev v sobi ter vrnitev vseh igralcev v sobi z izbranim junakom.
4.5.2 Odjemalec
Odjemalec je zaradi preglednosti deljen na dva dela: sceno, kjer poteka upo-
rabnǐski vmesnik in igro samo. Odjemalec poteka samostojno in po potrebi
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Slika 4.4: Inicializacija strežnika
strežniku pošilja zahteve. Na primer, ob kliku na gumb na sceni ”Login”bo
odjemalec strežniku poslal zahtevo s podatki iz vpisa ter če bo odgovor
strežnika pozitiven, se bo premaknil v naslednje stanje, glavni meni. Sta-
nja hrani razred Menus. Razred ima sestavljene sezname različnih objektov,
ki jih odjemalec doda na sceno. Več o tem v poglavju Uporabnǐski vmesnik.
Ob izpolnjenih pogojih se na strežniku požene igra, ki ji sledi odjemalec. Od-
jemalec ima zagnano instanco igre, ki njegove vhode nemudoma izvede, nato
pa pri strežniku preveri, da je njegovo stanje igre še zmeraj pravilno. Od-
jemalec hrani različne atribute, vključno z: imenom, imenom trenutne sobe,
trenutnim menijem, preǰsnjim menijem, trenutno igralno mapo ter izborom
igralca.
4.5.3 Scena
Scena je objekt, ki v sebi drži druge igralne objekte, ki jih redno posodo-
bimo ter izrǐsemo na grafični vmesnik. V igri smo uporabili dve vrsti scene:
strežnikovo sceno ter odjemalčevo sceno. Obe vrsti scene sta razdeljeni na
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Slika 4.5: Funkcije strežnika
dva dela: na elemente igre in elemente uporabnǐskega vmesnika.
Strežnikova scena
Strežnikova scena posodablja vse igralne objekte. Metoda posodabljanja
scene sprejme argument vhodi, ki ga nato v metodi posodabljanja igralnega
objekta posreduje objektu.
Odjemalčeva scena
Odjemalčeva scena posodablja samo igralca, ki ga kontroliramo. Preostanek
scene nastavimo glede na stanje igre, ki nam ga vrne strežnik in preverimo,
če je lokacija našega igralca pravilna.
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4.5.4 Razred Rectangle
Razred Rectangle je bil uporabljen kot reprezentacija velikosti elementa v
igri v obliki pravokotnika. Razred ima atributa x in y, ki predstavljata koor-
dinati v igri (levi zgornji kot pravokotnika), ter atributa width in height, ki
predstavljata širino ter dolžino pravokotnika. Osnovna struktura razreda je
prikazana na sliki 4.6. Razred ima funkcije za nastavitev atributov, funkcijo
preverjanja prekrivanja z drugim razredom Rectangle, funkcijo, ki prejme dva
pravokotnika ter vrne True, če je pravokotnik med njima, funkcijo, ki dobi
točko (x, y) in pove, v kateri smeri glede na pravokotnik je točka, funkcijo, ki
pove, če je določena točka v pravokotniku in funkcijo, ki pove razdaljo med
dvema pravokotnikoma.
4.5.5 Entiteta
Entiteta je podrazred vseh razredov v igri. Ima prazno funkcijo update,
ki ima v vsakem razredu svojo funkcijo. Prav tako ima za atribut razred
Rectangle, ki entiteto postavi na sceno. Ima tudi nekaj funkcij, ki preverjajo
kakšen tip entitete imamo: naprimer funkcija isPlayer() vrne True, če je
nadrazred entitete igralec.
4.5.6 Detekcija trkov
Objekti v igrah so lahko vseh mogočih oblik. Ko preverjamo trke med objekti,
je to zelo drago, zato se v praksi uporablja približke oblik. V našem pro-
jektu smo uporabili približek pravokotnika. V tem primeru poznamo dva
načina aproksimacije: AABB (Axis-Alligned Bounding Box), ki je pravoko-
tnik poravnan z y osjo ter OBB (Oriented Bounding Box), ki je pravokotnik
poravnan z usmerjenostjo objekta. Primerjavo lahko vidimo na sliki spodaj
4.7. V našem projektu smo uporabili AABB. Pri detekciji trkov pa imamo
lahko problem, če je objekt premajhen ali ima preveliko hitrost. Tako bi
pot objekta šla skozi drug objekt, česar pa ne bi zaznali, saj se po premiku
objekta ne sekata. Zato moramo v primerih tovrstnih objektov napovedovati
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Slika 4.6: Osnovna struktura razreda Rectangle
trke. Slednje naredimo tako, da izračunamo, ali je pravokotnik na poti dru-
gega pravokotnika od točke A do točke B. Prikaz takšne poti je razviden na
sliki 4.8.
4.5.7 Igralec
Igralec si pred začetkom igre izbere svojega junaka. Sposobnosti, ki jih ima na
voljo so razdeljene na dve skupini: sposobnosti, ki so dostopne pri vsaki izbiri
junaka ter sposobnosti, ki so unikatne za junaka. Razred Hero je podrazred
vsakega junaka, ki mu daje osnovne sposobnosti: premik, skok, hiter premik
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Slika 4.7: AABB v primerjavi z OBB
Slika 4.8: Primer napovedovanja prekrivanja dveh pravokotnikov
ter blokiranje prihajajočega napada. Prav tako vsebuje funkcijo za zadetek
igralca, ki igralcu ustrezno odvzame kontrolo ter pošlje njegovega heroja v
ustrezno smer. V prototipu igre sta dva nadrazreda razreda Hero, Scythe
in Slime. Vsak razred ima vse sposobnosti ter metode razreda Hero, poleg
tega pa dodata še svoje sposobnosti, na primer met, razkos na dva dela in
najbolǰsa sposobnost, ki je pri vsakem drugačna.
4.5.8 Gravitacija
Ker smo v igri želeli večino akcije v zraku, je gravitacija veliko nižja kot v
realnem svetu. Gravitacijo smo implementirali tako, da smo igralcu dodali
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vrednost momentum. Ta vrednost pove, ali se bo igralec premaknil gor ali
dol po sceni. Če je momentum pozitiven, igralec pada; če je negativen, pa
leti. Pri padanju bo padal vedno hitreje, dokler ne doseže omejitve hitrosti za
padanje, od koder bo padal s konstantno hitrostjo. Pri padanju preverjamo
trke z drugimi objekti, specifično z objekti, ki jih klasicificiramo kot tla.
Če se igralec prekriva s takšnim objektom, ga nastavimo nad tla in njegov
momentum nastavimo na 0. Ko igralec skače, preverjamo za trk z objektom,
ki je klasificiran kot kolizijski. Če trčimo ob tak objekt, bo skok ustavljen
ter momentum nastavljen na 0, torej bo igralec takoj začel padati.
4.5.9 Sposobnosti
Sposobnosti imajo naslednjo strukturo: funkcija, ki začne izvajanje sposob-
nosti in nastavi vrednost sposobnosti na True ter funkcija, ki je poklicana
za vsako posodobitev in se v celoti izvede samo, če je vrednost sposobnosti
True. Funkcija, ki začne izvajanje sposobnosti prav tako nastavi pravilno
animacijo ter zaklene igralcu preostale funkcije sposobnosti. Splošen primer
take funkcije je na sliki 4.9. Ko s sposobnostjo zaključimo, bodisi glede na
številko slike animacije ali zunanjih faktorjev, moramo zaklep ter sposobnost
nastaviti na False, da lahko ponovno uporabimo isto sposobnost ali morebitne
druge.
Slika 4.9: Splošen primer funkcije začetka sposobnosti
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4.5.10 Cooldown
Vseh sposobnosti igralec ne more vedno uporabljati. Ko jih enkrat uporabi,
igra odšteva določen čas do naslednje uporabe. Zato je uporabljen razred
Cooldown, ki vsebuje slovar, katerega ključi so imena sposobnosti, vrednosti
pa čas zadnje uporabe ter slovar s ključi imen sposobnosti in vrednostmi
časa med uporabami (v sekundah). Ko pokličemo funkcijo z argumentom
sposobnosti, vrne True, če je minilo dovolj časa od zadnjega beleženja časa
in v tem primeru zabeleži trenutni čas. Če od zadnjega beleženja ni minilo
zadosti časa, vrne False.
4.5.11 Nivo
Želeli smo, da ima igra več nivojev, na katerih lahko igramo, kar poskrbi za
tako igralno kot estetsko razliko. Nivoje smo implementirali s pomočjo dveh
skript: skripte Stages, ki naloži potrebne objekte ter jih vrne kot seznam,
ki ga naložimo na sceno ter skripte Environment, ki vsebuje več različnih
tal: statična tla, zid, premikajoča se tla ter premikajoči se zid. Objekti iz
skripte Environment so objekti, ki jih uporabi skripta Stages. Vsi objekti
imajo lastnost tal, torej lahko junak na njih stoji, in lastnost kolizije, torej
se junak v njih zaleti.
4.5.12 Uporabnǐski vmesnik
Uporabnǐski vmesnik je implementiran na podoben način kot nivo: v skripti
Button so različni objekti uporabnǐskega vmesnika, naprimer gumb, urejeval-
nik besedila, besedilo, opozorilo, portret junaka, premik strani ter tabela. Te
v pravilnem vrstnem redu naloži skripta Menus. Ker pa za določene menije
potrebujemo argumente, funkcija Menus vsebuje več funkcij, ki poskrbijo,
da so elementi pravilno prikazani. Primer tega je seznam možnih sob, ki ga
dobimo iz strežnika in ga nato v obliki tabele dodamo v meni. Ko želimo
spremeniti meni na trenutni sceni, preprosto iz slovarja dobimo seznam z
imenom menija in celoten seznam dodamo na sceno, kjer so uporabljeni v
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različne namene.
4.6 Shema modulov aplikacije




Pri zagonu igre se igra poveže na strežnik in nas postavi v meni za Login
ali registracijo. Če se želimo registrirati, bo igra preverila, če izbrano ime že
obstaja in če ne, bo registracija končana. Če obstaja, pa nas ustrezno obvesti.
Če smo uporabnika že registrirali, se lahko vanj vpǐsemo. To storimo s klikom
na gumb Login, po vpisu pravilnih podatkov za ime ter geslo. Če podatki
niso pravilni, nas igra ustrezno obvesti. Ta del uporabnǐskega vmesnika je
razviden na sliki 5.1.
5.2 Glavni meni in sobe
Glavni meni ima tri funkcije: pridružitev sobi, kreacija sobe ter izhod iz igre.
Ta del upoabnǐskega vmesnika je prikazan na sliki 5.2.
Ko v glavnem meniju igralec ustvari sobo, jo lahko drugi igralci vidijo
v meniju Rooms/Sobe. Tam je viden admin sobe in trenutno število ljudi
v sobi. S klikom na gumb Refresh/Osveži lahko igralec posodobi seznam
strežnikov. Ta del uporabnǐskega vmesnika je prikazan na sliki 5.3.
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Slika 5.1: Vpis in registracija v igro
5.3 Izbira junaka
Ko je igralec v sobi, mu preostane le še izbira junaka. Trenutno sta v proto-
tipu igre na voljo dva junaka, ki jih igralec izbere, nato pa s klikom na ”Lock
In”potrdi svojo izbiro. Ko vsi igralci potrdijo svojo izbiro, lahko ustvarjalec
sobe igro začne. Ta del uporabnǐskega vmesnika je prikazan na sliki 5.4.
5.4 Možni junaki
5.4.1 Skupne sposobnosti junakov
Vsi junaki imajo nekatere skupne sposobnosti, seveda pa ima vsak junak
unikatne sposobnosti. Vsi junaki imajo možnost premikanja v levo in desno,
dva skoka do prvega dotika tal, blokiranje pred udarci, hiter premik v levo
ali desno in udarec v vse smeri.
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Slika 5.2: Glavni meni igre
5.4.2 Junak Scythe
Junak Scythe ima še dodatno sposobnost meta orožja. Sposobnost deluje
tako, da ko igralec klikne, orožje odleti do kliknjene točke, nato pa se vrne
do lokacije igralca, kot je prikazano na sliki 5.6. To sposobnost lahko uporabi
enkrat na osem sekund. Njegova končna sposobnost je priklic orožja iz neba.
Ko igralec klikne tipko F, se bo junak ustavil in ne bo sposoben drugih akcij.
Ko igralec klikne, iz vrha scene z veliko hitrostjo prileti široko orožje, ki se
premika navzdol, kot je prikazano na sliki 5.7.
5.4.3 Junak Slime
Junak Slime ima dodatno sposobnost razdelitve. Lahko se razdeli na dva
dela, postane manǰsi ter njegove ostale sposobnosti povzročijo manj škode.
Ko ponovno klikne gumb za razdelitev, bo hitro poletel do svoje kopije ter
povzročil škodo vsem junakom na poti in ponovno postal normalne velikosti,
kot je prikazano na sliki 5.8. Njegova končna sposobnost je eksplozija. Ko
igralec klikne tipko F, junak eksplodira ter povzroči škodo vsem junakom
okoli sebe, kot je prikazano na sliki 5.9.
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Slika 5.3: Sobe
Slika 5.4: Izbira junaka
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Slika 5.5: Slime (desno) in Scythe (levo)
Slika 5.6: Met orožja
Slika 5.7: Končna sposobnost Scythe
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Slika 5.8: Združitev
Slika 5.9: Končna sposobnost Slime
Poglavje 6
Zaključki/Sklepi
6.1 Ugotovitve in razvojni proces
Tekom diplomske naloge smo se podrobno spoznali z razvojnim procesom
iger, dobrimi praksami pri izdelavi ter omrežno arhitekturo večigralskih iger.
Vse cilje, ki smo si jih zastavili pred začetkom dela smo tekom diplomske
naloge tudi izpolnili.
Razvojni proces je potekal gladko, z nekaj manǰsimi težavami. Najprej smo
raziskali možne arhitekture iger ter primerjali njihovo učinkovitost. Nato
smo začeli s postavitvijo strežnika. Potem smo nadaljevali z osnovno igral-
nostjo ter fiziko, pri kateri smo uporabili ”dummy sprite”, torej sprite, ki ima
samo eno sliko brez animacije. Nato se je začela izdelava prvih junakov, pri
katerih smo najprej izdelali slikovni atlas ter ogrodje za animacijo. Sledile
so specifične sposobnosti junakov ter testiranje le teh. Po izdelavi junakov
smo pregledali in izbolǰsali dele ogrodja ter na koncu izdelali uporabnǐski
vmesnik.
Največje težave smo imeli s strežnikom ter latenco vhodov. Poleg tega pa
smo imeli nekaj manǰsih težav s fiziko. Ker pa smo testirali sproti, smo vsako




6.2 Ideje za nadaljnji razvoj
Prototip igre nam pušča ogromno možnosti za dodatni razvoj.
6.2.1 Uporabnǐski vmesnik
V uporabnǐski vmesnik igre lahko dodamo indikacijo možnosti uporabe spo-
sobnosti, torej kdaj v igri lahko igralec ponovno uporabi sposobnost, kot ski-
cirano na sliki 6.1. Prav tako bi želeli dodati nastavitve, na primer možnost
zmanǰsanja zvoka, velikosti igre na ekranu ter spremembo uporabnǐskega
imena ali gesla. V glavnem meniju bi dodali grafiko ter izbolǰsali animacijo
gumbov.
Slika 6.1: Predlog uporabnǐskega vmesnika v igri
6.2.2 Igra
V sami igri lahko izbolǰsamo jasnost dejanj. Hočemo, da igralec lahko preko
zvoka ter slike vedno ve, kaj se v igri dogaja. Trenutno v igri ni nobenega
indikatorja, koliko življenj ima ali kako poškodovan je igralec. V igri želimo
več junakov, saj nam slednje posledično da več edinstvenih izkušenj v igri.
Lahko izbolǰsamo premikanje junakov (na primer s prijetjem na zid). Nivoji
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imajo lahko svoje unikatne izzive, recimo premikajoče se ploščadi, spremembe
nivoja med igro ter nevarnosti na nivoju.
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