Introduction
Since the beginning of eighties, the numerous accounts of model-generated software systems have been offered to address problems regarding software productivity and quality [1] . CASE tools developed up that time were oversold on their "complete code-generation capabilities" [2] . Similar arguments are found relative to use of OMG Model Driven Architecture (MDA) [3] , using and integrating UML models [4] at different levels of abstraction. Manipulation with models enables the automation of software development in CASE tools supported by MDA [5; 6; 7] and management of e-business processes; they are cardinal in Semantic Web and Data Grids. MDA is the central component in the OMG's strategy for maximizing return on investment (ROI), reducing development complexity, and future-proofing against technological change [8] . Still, the "complete code-generation capabilities" are not supported in the MDA tools [2] . Many of CASE tools nowadays have been claimed as UML compliant [4] . Moreover, some of them have been purporting to be "MDA compliant" [9] . The main concept of MDA approach to software development process is to keep the appropriate level of abstraction-separate the overall system design from its implementation on the specific technology platform. According to this, there are two different types of CASE tools: the former type represents the semiautomatic approach, where software is supposed to be created using system's model and code transformations, also considering different types of routines, which are done manually, while the latter type is an automatic solution, where no manual steps or routines are required. The goal of this paper is to propose a methodological approach to classification (i.e. systematic placement in categories) of the CASE tools, which are positioned as the MDA compliant, or at least as the tools, that are able to model a system and to generate program code. The main emphasis of the research is to put on the definition of functional facilities, which has to be provided by the CASE tools to be identified as the "pure" MDA tools. Section 2 describes the main statements of MDA and software development life cycle itself, which can serve as a basis for definition of the main steps and activities to be supported by the CASE tool under usage of MDA in such system development. An effort to classify the activities defined in Section 2 is presented in Section 3. The functional facilities of the CASE tools under investigation are picked in two dimensions-according to the main software development life cycle by MDA and considering the depth of the level of model automation and supervision. The tools are investigated from the perspective of their emphasis on modelling and model application levels. All the perspectives are described in Section 3. The application case is demonstrated in Section 4, where is shown how CASE tools can be classified in accordance with the proposed approach.
Main statements of MDA and software development life cycle
Traditionally, every software development effort goes through a life cycle-a process that includes all activities in the development cycle that take place up to initial release [10] . The main function of a life cycle model is to establish the order in which a project specifies, implements, tests, and performs. Software development is a process for organized production of software, using a collection of predefined techniques and notational conventions [11] . In general, software development life cycle defines activities for software development and in spite of difference between life cycle models, that can be presented as waterfall [12] , spiral [13] , fountain [14] , as well as its advanced combinations in Rational Unified Process [15] and Microsoft Solution Framework [16] , it is possible to identify the following stages of software development: analysis, design, implementation and testing (shown in Figure 1 ) [17] .
Fig.1. Simplified version of software development process
Normally system development starts with an idea. System analysis includes careful acquisition and examination of the requirements for a system with the intent of understanding them, exploring their implications, and removing inconsistencies and omissions. System design presents overall system architecture. During system design, the target system is organized into components based on both the analysis structure and the oncoming architecture. The product of analysis and design is a system representation that corresponds to the requirements and is used for further system implementation. Testing is applied for implemented system verification and validation according to the preliminary requirements. One of the modern research goals in software engineering is to find a software development process, which would provide fast and qualitative software development. Most of currently proposed methodologies and approaches try to make the development process easier and still qualitative. For achievement of this goal, the role of explicit models becomes more and more important. Lately, the most popular approach is Model Driven Architecture [3] . MDA introduces an approach to system specification that separates the views on three different layers: high-level specification of what the system is expected to do (Computation-Independent Model, CIM), specification of the system functionality (Platform-Independent Model, PIM), and specification of the implementation of that functionality on a specific platform (Platform-Specific Model, PSM). In OMG Model Driven Architecture, these models are primary artefacts in software developments process and all the activities are concentrated on going from PIM to PSM and from PSM to code. Therefore, the projection of MDA statements and artefacts in traditional software development process may look as shown in Figure 2 [18] . This figure consists of activities, which are grouped and organized according to the Model Driven Development life cycle, starting from CIM, moving forward to PIM, PSM and executable code. Furthermore, a separate category of activities is formed to include the process of mapping from PIM to PSM. However, this mapping does not provide the sequence of activities that has to be executed in an exacting way: the purpose of it is to form an overview of the universal activities, which should be executed in almost every software development project. Moreover, these processes can be mapped to concrete methodology and utilized as a reference to the activities within the already established software development process. According to the [19] , MDA activities can be divided into the following activity groups: the former includes formalization of the knowledge domain, while the latter represents the mapping of formalized knowledge into the target platform. Knowledge formalization involves gathering requirements relevant to the domain of interest, abstracting that knowledge into some set of concepts, which are being expressed in a model. As the models start coming together, the next step is to link them together. That is where the latter group of activities comes into play, making it possible to specify and verify mapping functions, build marking models, and make the transformations. Fig.2 . Software development activities mapping into the Model Driven Development life cycle [18] Whereas the software development process is managed iteratively, both activity groups are performed incrementally. Even if the current iteration was not successful, it becomes possible to revert to the previous state. When both source and target models are well tested, the integration test is performed. The first group of activities, that is knowledge formalization, comprises four activities [18] :
1. Elicit requirements relevant to the domain of interest-these may be expressed in a way of simple text, formalized document or use case diagrams; 2. Abstracting knowledge into some set of concepts-requirements should be grouped and abstracted within the concept group; 3. Express formal concepts in a model-this describes not only the concept, but also formalizes the knowledge as such; 4. Test the model-this should be verified in order check its compliance with user requirements; possible testing methods include model review, test cases, etc.
The second group of activities, which represents the mapping process, also comprises the same number of activities listed below [19; 20] :
1. Specify mapping functions-these are being specified between the source model, which incorporates the set of concepts, and the target model, which contains and formalizes knowledge about the target platform's structure and behaviour;
2. Mark models-marking is used to define the specific mapping function of each source model's element in order to provide the mapping between the source model, which conforms to some meta-model, and the target model, which is defined and enriched with partial mapping; marking process is finished when the mapping function is created for each element of source meta-model, and each element of source model is marked with unambiguously defined rule; 3. Verify mappings-after knowledge has been formalized in a model, and the model has been marked for its defined mapping functions, the result of the mapping should be verified extensively; 4. Transform models-since the model is successfully verified, it becomes possible to transform the formalized, marked, and verified knowledge into other models or source code comprising the system's implementation.
The variety of perspectives on positioning the MDA tools
Before taking into consideration the possible approach for classifying the variety of CASE tools in the context of MDA, it is necessarily to note the distinction, which is essential to MDA approach of software development and therefore, clearly separates MDA tools from the rest. The fundamental idea of the MDA approach is the separation of concerns-ability to separate the application architecture into several distinct models. After each model is evaluated and carefully marked up, the code is being generated. Whether the tool was released prior to or following the MDA specification, it should support this division and not just generate code from a class diagram [21] . The purpose of the approach being proposed is to help clarifying the kind of tools available, defining the terms of evaluation, and tool comparison technique. In this Section, the variety of possible perspectives, which can be used in the proposed approach, is described. These perspectives have been selected on a basis of fundamental aspects of the MDA approach to software development. Therefore, they may be used to specify other perspectives with a narrower scope.
Accordance with Model Driven Development life cycle
Traditionally, there are three levels of domain models: conceptual, logical, and physical [22] used in software development and required to be supported by software development tools. The most of novel tools still are based on low-level (i.e. implementation) design issues. It contrasts with ideas of raising up level of abstraction in software development, "programming" with models, fostered by OMG that supports a set of standards (UML, OCL, MOF, CWM, XMI, etc.) enabling the paradigm shift from the focus on programs toward models. According to Model Driven Development life cycle, if the tool tends to be MDA complaint, it should support the fulfilment of at least one activity within the life cycle, which was specified in Section 2. The Model Driven Development life cycle does not set any limitations on number of the tools used in the development. Whatever the partial or complete tool is chosen, it is important to consider how much this tool relies on standards, what set of standards is used, and, especially, which version of each standard is used [21] . For instance, if the partial tools are evaluated, support of the same version of MOF is mandatory. Thereby, the first perspective that can be used in the MDA tool classification approach corresponds with the Model Driven Development life cycle. A justification for it is simple: if an overview of software development process is done from this point of view, it becomes possible to plan the whole process by choosing the tool for each development stage individually. The benefits may be particularly high, as this perspective tends to organize the whole development process, separate the concerns between various development team members, etc.
Defining the role of modelling
Modelling is a fundamental part of MDA, which incorporates the notion of creating different models at different levels of abstraction, linking them together and forming an implementation. Some of these models are platform specific, while the others are independent from the software platforms. In turn, each model represents a combination of text and multiple complementary and interrelated diagrams [19] . That is why another perspective that can be used in the MDA tool classification approach defines the role of modelling in a software development. In fact, the role of modelling is defined using Modeling Maturity Levels (MMLs), which are the following [23] At the lowest level, level 0, the specification of software is kept in the mind of a developer [23] . The main problem at this level is that without a specification it becomes hard to maintain the project. In addition, when new developers get involved into the project, it becomes too time-consuming for them to figure out how everything is done, even if the original developer is still around. Therewith, after a certain amount of time, nobody can remember exactly why a certain detail is as it is. At MML 1, the specification of software usually is written down in one or more documents [23] . As the specification is defined in a formalized way, it becomes possible to review and comment it. However, the main problem at this level is that the specification may be interpreted differently among the different people involved. Another downside of this level is the actuality of the specification-once the coding process is started, the specification becomes obsolete and loses its value. MML 2 enhances textual specification with several models, to show the main parts, components, or objects of the system [23] . The models often take the form of UML diagrams. At this level, the specification is easier to grasp through the diagrams, thus it is still textual, and the diagrams are not detailed. At MML 3, the specification is written down in one or more models [23] . The difference between MML 2 and MML 3 is that instead of models, the text is used to explain details, but the core of the specification lies in the models. In addition, this is the first level where a model becomes a proper reflection of the software. Furthermore, now the models serve the purpose of documentation. On the other hand, there still is a chance for specification to become useless after a while, because the transition to code is done manually. Just like MML 3, MML 4 shares the idea of specification to be written in one or more models [23] .
Textual information can still be used to explain the background of the models, but it takes on the same role as comments in source code. If a number of models are used, the relationships between these models are clearly defined. At this level, the models may be linked with the actual code directly. Because of this, it becomes possible to generate large amounts of code automatically. In fact, this is the level at which the MDA is targeted. At MML 5 the models are detailed enough to allow complete code generation [23] . The concept of software development process at this level may look as shown in Figure 3 . Code generators have become as trustworthy as compilers. Therefore, no developer interference is required. Unfortunately, there are no modelling languages that support this type of modelling. Fig.3 . The concept of software development process at MML 5
Pure tool functionality
Obviously, the most noticeable aspect for potential customers seems to be the feature set of the software offered. Nowadays as the software development tools tend to be more like general-purpose tools that incorporate various aspects of software development, the ability to distinguish features, which are supposed to be essential for appropriate project, becomes a more complex task. The purpose of this perspective is to specify the essential features of CASE tools in accordance with Model Driven Development life cycle, which was described above. In order to identify the essential features proposed in this Section, the following software products are analysed: IBM Rational Software Architect for WebSphere Software, IBM Rational Systems Developer, IBM WebSphere Business Modeler, Sparx Systems Enterprise Architect, UML Model Transformation Tool (UMT), AndroMDA, Mia-software Suite Mia-Studio, Aonix Ameos, and Artisan Software Tools Artisan Studio. In addition, [24] describes aspects on feature identification process. Most of the features proposed are closely associated with UML. In fact, UML is a central component in application of modelling notations used under MDA and currently, transformations between UML models are intensively investigate. The principles of simple language for transformations are presented in [5] . Several proposals [25; 26] are made in response to OMG's request for proposals on Query/ Views/Transformations [27] . Great attention is devoted to class diagram development, because class diagram in UML-based CASE tools serves as a main source of knowledge for development of information system prototype: database specification, graphical user interface, application code [28] . Four main categories of features are defined: modelling (emphasizes all features that are related to modelling process), transformation (emphasizes all features that are related to model transformation process), environment (emphasizes all features that are related to model transformation process), and extras (emphasize optional features). Table 1 presents the detailed view of each category. 
Licensing options
One of the aspects to consider when choosing the appropriate tool to satisfy the needs of software being developed is licensing options. In other words, the type of commitments undertaken is being purport. In fact, this perspective in the MDA tool classification approach provides additional information, which may be particularly useful on project cost evaluation and risk management.
An application example of the MDA tool classification approach
The purpose of the MDA tool classification approach is to position various CASE tools, putting the definition of functional facilities, which has to be provided by the CASE tools to be identified as the "pure" MDA tools, in accordance with the perspectives defined above. An example is provided in this Section to demonstrate the application of the approach, which may be used on positioning various CASE tools (the positioning of Sparx Systems Enterprise Architect 7. Defining the role of modelling: according to the levels of model maturity Enterprise Architect 7.1 can be defined as a MML 4 tool, which supports an idea of specification of the system in one or more models. However, additional textual specification is required for better system understanding and no complete code generation is possible. Pure tool functionality 2 : the description of tool modelling capabilities, which corresponds with the first category in the defined feature set of MDA tools, is shown in Table 2 . Licensing options: Enterprise Architect 7.1 is offered as a commercial tool with different levels of application according the depth of the functionality and required model size. Considering that various CASE tools may be classified at once, an example of multiple tool comparison according to their functionality may be used as shown in Table 3 . 
Conclusions
This article proposes a methodological approach on classification of the CASE tools, which are also claimed as MDA support tools, in accordance with the perspectives defined above. Currently, four perspectives have been proposed. One of the possible CASE tool positioning options is to classify the variety of the tools in accordance with the support of software development activities. This positioning can have two dimensions: application of the tool for sequential steps of software development and an analysis of cross-specified activities, which are required for model-driven development for operations with models and transformations. In addition, it is possible to evaluate the level of the modelling role during system development; it can have spectrum from model specification during development to complete code generation from models, defined by developers with no assistance of additional information. Two other perspectives define the feature set and the licensing options of MDA tools, respectively.
In order to provide a comprehensive set of criteria for evaluating MDA software environments, several other contributions have been proposed. In particular, [29] specifies not only the set of criteria for evaluating the variety of MDA tools, but also outlines the feature set for a most desirable MDA tool. However, the purpose of the perspectives stated in this article is to define the set of MDA tools from the corresponding set of CASE tools, also considering the classification, the evaluation of the tool adhesion to the family of "pure" MDA tools, and defining the set of guidelines to pick out the tool characterized among CASE tools for system development. In fact, this can be of interest for software developers, helping them to understand the fundamental aspects of MDA tools currently available on the market, and guiding them in creation of their own. Several directions for research of CASE tools in general and positioning of MDA tools among them are defined. Still, there is no clearance about either there exist "pure" MDA tools or still not. Because the investigation of tools and formulation of classification perspectives finds out, that for complete system development according the main statements of MDA a set of tools has to be used. There is no tool, which would support all the defined activities and dimensions. So far, the research will be continued in order to extend the current set of perspective, review the CASE tools, which were not examined yet, to improve the overall quality of the classification and to try to answer the question about "purity" of MDA tools. 
