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Na světě existuje nespočet projevů lidské tvořivosti. Umění obecně pak je něčím výjimečným. 
Dává člověku prostor, aby v abstraktní podobě vyjádřil své pocity, postoje či myšlenky. Umění 
uvolňuje jak mysl, tak tělo a často v nás vyvolává příjemné, ale i nepříjemné pocity. Své o tom 
vědí umělci i obdivovatelé umění na celém světě. Umění má mnoho forem, působících na různé 
smysly lidského vnímaní. Jedním z nich je i sluch. Proto jistě mezi jednu z nejkrásnějších forem 
lidské tvořivosti patří umění hudby.  
Hudbu nevidíme, ale vnímáme ji sluchem. Přesto má jednu velice příjemnou vlastnost. 
Dokážeme ji totiž poměrně přesně zaznamenat pomocí charakteristických symbolů a značek. 
Hudba pak tvoří jakousi strukturu těchto symbolů, které se poměrně snadno popisují. Můžeme 
k ní také přistupovat i z matematického hlediska. Malíři, sochaři a jiní umělečtí tvůrci jsou 
v tomto směru značně znevýhodněni. Jejich produkty se již matematicky nepopisují tak snadno. 
Opravdu jen velice těžko se vytváří zcela přesný popis obrazu nebo sochy. Oním popisem může 
v podstatě být pouze dílo samotné, zatímco hudbu lze přesně popsat pomocí notového zápisu. 
V něm se používá standardizovaná sada značek a symbolů, díky nimž lze hudební dílo popsat 
a posléze znovu reprodukovat. Na tomto místě se nabízí jistá paralela s přirozeným jazykem. 
V něm jsou vyjádřeny často velice složité výrazy a myšlenky pomocí několika málo symbolů 
daného jazyka (abecedy). Skládáním písmen abecedy vznikají slova, ze slov se tvoří věty 
a v nich jsou obsaženy nejrůznější myšlenky a sdělení. Podobný princip je uplatněn i v hudbě. 
Z relativně malé množiny použitelných obratů, lze vytvořit strukturálně velice komplikované 
dílo (1). Množina vstupních symbolů je v tomto případě omezena možnostmi lidského sluchu. 
Tedy na slyšitelné tóny a případnou schopnost rozlišit nejrůznější příkrasy používané autory 
hudebních děl. 
Výzkum hudebních postupů a děl nabízí opravdu širokou škálu možností zkoumat 
skladby z různých úhlů pohledu. Cílem této práce je zaměřit se na harmonickou stránku díla 
a zkusit implementovat systém, který by se harmonii postupně naučil. Samotná nauka 
o harmonii je velice obsáhlý a komplexní obor hudební teorie, s nímž se ale nutně setkává každý 
hudebník, chce-li proniknout hlouběji do ústrojenství hudebního díla. Pochopit harmonii a její 
principy je velice důležité. Počínaje 17. stoletím, vychází hudba z harmonie jako ze základního 
principu. V harmonické stránce se odrážejí zcela jasně všechny slohové změny, a možno 
dokonce říci, že velké umělecké osobnosti mají svůj vlastní vyjadřovací způsob, který se 
projevuje v oblasti harmonie někdy dosti svérázně (2). S naukou o harmonii souvisí i nauka 
o kontrapunktu. Lidé mající schopnost tvořit zajímavá a líbivá díla, mají většinou tyto teoretické 
znalosti plně osvojené. Až po jejich zvládnutí je možné hudbu chápat opravdu v komplexní 
rovině a souvislostech. Je ale jasné, že hudební velikáni mají i něco víc než jen pouhé znalosti 
hudební teorie. Citu pro melodii a její podmanivost se už tak relativně snadno naučit nelze. Je to 
prostě dar. V práci přesto bude snaha o automatickou harmonizaci melodie podle zvolené 
metody. Nakonec bude provedena diskuze dosažených výsledků. 
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1.1 Členění práce 
Tato práce plynule navazuje na semestrální projekt. Z větší části z něj přebírá dvě úvodní 
kapitoly, které však prošly určitými změnami. První z těchto kapitol se nejdříve stručně zabývá 
potřebnou hudební teorií a vysvětluje několik základních hudebních pojmů. Součástí kapitoly 
jsou i malé exkurzy do historie, které popisují formování moderní evropské hudby. Jsou to 
opravdu jen stručné odbočky nutné k lepšímu pochopení souvislostí pojmů v hudební teorii. 
Druhá z kapitol převzatá ze semestrálního projektu je teoretická část prozkoumávající systémy 
a přístupy, které již byly použity pro strojové učení harmonie či melodie. V kapitole jsou 
popsány základní myšlenky a přístupy publikované v odborných článcích jinými autory spolu 
s jejich výsledky. 
Kapitola třetí je už částí věnující se datům. V práci je využito i vytvořeno několik formátů 
pro přenos a uložení informací. Jejich souvislosti a popis jsou pak předmětem této kapitoly. 
Poslední kapitola se pak věnuje navrženému systému pro harmonizaci. Ten je postaven na 
slovníkové metodě, principiálně převzaté z kompresního algoritmu LZW.  
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2. Hudební teorie k harmonii 
Důležitým prvkem pro rozpoznávání stylu jednotlivých hudebních forem je alespoň základní 
orientace v oblasti nauky o harmonii a hudební teorii jako takové. Tuto znalost si jistě musí 
osvojit všichni skladatelé a hudebníci. Ovšem, aby bylo možné nastínit samotnou problematiku 
harmonie v hudbě, je potřeba nejdříve začít alespoň se základní hudební teorií. Je jasné, že tato 
základní hudební nauka do teorie harmonie víceméně nepatří, přesto je vhodné, 
některé základní používané pojmy v úvodu zmínit a zopakovat. Bude se jednat o pojmy opravdu 
základní, jejichž cílem je, aby se v práci poté orientoval i člověk bez hudebního vzdělání. 
Pojmy budou nastíněny převážně jen stručně a souhrnně. Důraz bude kladen na objasnění 
látky spíše formou praktických možností využití bez přílišné teorie. Přesto se mnoha pojmům 
z hudební teorie nelze zcela vyhnout a občas bude třeba i drobné vysvětlení v podobě 
historických souvislostí vzniku pojmu a jeho vliv na postupy v současné hudbě. 
2.1 Tóny a intervaly 
Každý člověk se jistě setkal s hudbou a tuší, že hudba je jakýsi zvláštní shluk tónů jdoucích po 
sobě i přes sebe. Tóny tvoří řekněme nekonečnou řadu, s pravidelně opakujícími se tóny. Toto 
opakování tvoří interval nazývaný – oktáva. Což znamená, že se jedná o stejný tón, pouze je 
posunut tak, že nám připadá vyšší nebo hlubší. Základních tónů je dvanáct (viz Obrázek 3), 
které se neustále opakují, tedy tvoří opakované intervaly oktávy. Z toho vyplývá, že intervalem 
nazýváme výškový poměr (nebo též vzdálenost) dvou tónů.  
 
Obrázek 1: Interval harmonický 
Tón, od něhož měříme vzdálenost k tónu druhému, se nazývá tón základní. Druhý tón je 
nazýván tónem intervalovým. Podle umístění intervalového tónu vzhledem k tónu základnímu 
rozlišujeme intervaly vrchní nebo spodní. Znějí-li oba tóny intervalu současně, hovoříme 
o intervalu harmonickém (viz Obrázek 1), znějí-li tóny intervalu postupně za sebou, označujeme 
jej jako interval melodický (viz Obrázek 2).  
 
Obrázek 2: Interval melodický  
V klasické hudební teorii má každý interval dva názvy – pro základ a pro jakost. První 
označuje jen vzdálenost jednotlivých tónů od tónu základního. Aby bylo možno přesně určit 
jeho rozměr, tedy kolik půltónů obsahuje, přidává se k názvu intervalu ještě druhý název, 
určující jeho jakost (intervaly zvětšené, zmenšené). Vzdálenost v tónech je pak označováná 
různými latinskými názvy. S osmým z nich, oktávou, jsme se už setkali.  Pokud tón je téhož 
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stupně (I.), je jejich vzdálenost nazývaná primou. Dále následuje: 
• sekunda pro vzdálenost II. 
• tercie pro vzdálenost III. 
• kvarta pro vzdálenost IV. 
• kvinta pro vdálenost V. 
• sexta pro vzdálenost VI. 
• septima pro vzdálenost VII. 
• oktáva pro vzdálenost VIII. 
Tato teorie je však zbytečně složitá. Lze ji upravit na prosté konstatování, že na jedné 
oktávě existuje celkem dvanáct intervalů, které se od sebe liší o půltónu (viz Obrázek 3). Ty pak 
lze jednoduše zapisovat jako půltonovou vzdálenost od základního tónu v intervalu  0; 11 . 
Oktávou pak nazýváme vzdálenost od základního tónu o 12 půltónů. V této práci bude zmíněná 
redukce na pouhých 12 půltonů ztěžejní. 
 
 
Obrázek 3: Tóny zobrazené na klávesách, vzestupně čísla odpovídají těmto  
tónům – C, C#, D, D#, E, F, F#, GG#, A, A#, H, převzato z (3)  
Na závěr k tonům a intervalům jen malou poznámku k jejich označení. Obrázek 3 
znázorňuje intervaly jako vzdálenosti na klapkách klavíru. Čísla označují intevalové vzdálenosti 
od prvního tonů na klávesnici , tedy C. V popisu obrázku jsou pak uvedeny názvy všech tónů. 
Lze si všimnout, že bílé klapky nesou názvy C, D, E, F, G, A, H, zatímco co černé C#, D#, F#, G#, 
A#. Křížek je označením skutečnosti, že tón byl zvýšen právě o půltón, například z C na C#. 
Výsledek lze číst jako „C s křížkem“, častěji však se přidává přípona „is“. V případě 
tónu C, bychom jeho zvýšení o půltón četli jako „Cis“. Zajímavostí je tón E, který lze samozřejmě 
také zvýšit o půltón. Výsledek E# je ve skutečnosti tón F, jenž je zvýšením původního tónu 
o půltón. Stejným způsobem lze pak tóny i snižovat. Snížení tónu o pultón je označeno 
speciálním znakem , ten čteme jako „béčko“, častěji však opět přidáváme příponu „es“. 
Výsledkem pak mohou být tóny jako Des, Ges, Ces. Zvláštní označení tvoří o půltónu snížený 
tón H. Ten je označován v našich zemích písmenem B. Odtud tedy vyplývá i označení „bečko“. 
Bohužel tón B hudbu ve světovém kontextu poněkud zatemňuje. Jedná se o nešťastné označení, 
jelikož v mezinárodní terminologii je tón H označován právě písmenem B. Proto je vždy důležité 
ujasnit si, v jakém kontextu se symbol B vyskutyje. To platí i pro akordové značky, kde se toto 
půltonové nedorozumění rovněž uplatňuje. Složitá označení de facto stejných tónů je 
z matematického hlediska zbytečná komplikace. Stále platí zmíněná redukce do 12 půltónů. 
V počítačovém zpracování nás zkrátka nezajímá zda tón E označíme jako E, Fes nebo Disis (D 
s dvěma křížky).  
2.2 Stupnice 
Jako hudební stupnici označujeme řadu tónů, většinou v rozmezí jedné oktávy, uspořádaných 
podle přesně daných intervalových pravidel. Tónů ve stupnici je sedm. Někteří lidé se mylně 
domnívají, že ve stupnici je tónů osm, jelikož krajní tón počítají dvakrát (podruhé o oktávu 
 7
výše) (3). Tato pravidla určují vzdálenosti (neboli intervaly) mezi jednotlivými jejími stupni. 
Každá stupnice pak má svůj základní tón. Ten bývá označován jako tónina a od ní je pak 
odvozen i název stupnice. Každá skladba se hraje v nějaké stupnici a to včetně případných 
druhých hlasů, basové linky apod. Existují ovšem i výjimky, kdy ve skladbě dojde ke změně 
harmonie nebo tóniny.  
Další výjimky tvoří například jazzové stupnice. Těch je obrovské kvantum a ve výsledné 
práci se s nimi nepočítá. Už jen proto, že stupnice označované jako mollové a durové, jsou 
základem více než 95% všech hudebních skladeb a budou popsány níže. Proto ostatní méně 
používané stupnice budou ve výsledné aplikaci ignorovány.  
2.2.1 Církevní stupnice 
Základy moderní evropské hudby mají kořeny hluboko v historii. Konkrétně ve středověku, kdy 
církev používala hudbu především k náboženským účelům. Známý je například gregoriánský 
chorál. K jehož zpěvu byly využívány staré stupnice, označované též jako mody. Jejich názvy 
jsou antického původu odvozené od starých řeckých kmenů. V antice se mody využívaly, 
bohužel středověké církevní stupnice převzaly pouze jejich názvy. Proto například původní 
antický modus dórský je v církevním provedení označován jako frygický. Evropská středověká 
církevní hudba používala staré stupnice, které poskytovaly tyto tónové řady:  
• dórská: D, E, F, G, A, H, C, D 
• frygická: E, F, G, A, H, C, D, E 
• lydická: F, G, A, H, C, D, E, F 
• mixolydická: G, A, H, C, D, E, F, G 
Později přibyly další mody – aiolský a jónský, které reprezentují dnes nejpoužívanější stupnice 
mollové a durové. Složení těchto modů je následující: 
• aiolský: A, H, C, D, E, F, G, A 
• jónský: C, D, E, F, G, A, H, C 
Spíše z formálních důvodů byl do těchto modů dodatečně zařazen i modus na sedmém stupni 
durové stupnice s následující tónovou řadou: 
• lokrický: H, C, D, E, F, G, A, H 
2.2.2 Durové stupnice 
Jedná se o nejpoužívanější druh stupnic, především v evropské hudbě. Užívá se počínaje 
lidovými písněmi, přes dnešní moderní populární hudbu, až po klasickou vážnou hudbu velkých 
mistrů. Skládá se ze sedmi tónů a jednoho půltónu, mezi nimiž jsou vzdálenosti dva tóny, 
půltón, tři celé tóny, půltón (viz Obrázek 4).  
Základní popsaná stupnice začíná základním tónem C. Nazýváme ji tedy stupnicí C dur. Pro 
vytvoření stupnice od jiného základního tónu je třeba zvolit základní tón a následně od něj 
uspořádat jednotlivé intervaly mezi tóny tak, aby byly shodné se stupnicí C dur. Těmto 
posunutým stupnicím se říká stupnice transponované a je jich celkem 14 - a to 7 stupnic 
s křížky (#) a 7 s béčky ( ).  
 
Obrázek 4: Stupnice C dur včetně vyznačených intervalů mezi tóny 
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K vytváření durových stupnic se výborně hodí takzvaný kvartový kruh (viz Obrázek 5). 
V němž jsou tóny uspořádány zpřeházeně. Ovšem pouhým posunem lze snadno vyhledat, které 
tóny se v dané stupnicí vyskytují. Na obrázku jsou zobrazeny příklady pro C dur a G dur. 
Základní tón, podle kterého se stupnice jmenují, je na kvartovém kruhu vždy na kraji (druhé 
políčko při čtení ve směru hodinových ručiček). Na příkladu těchto dvou stupnic si můžeme 
rovněž povšimnout, že dvě sousední stupnice (v tomto případě C dur a G dur) se liší pouze 
jedním tónem (v tomto případě se tón F změnil na Fis).  
 
Obrázek 5: Stupnice C dur (vlevo) a G dur (vpravo) na kvartovém kruhu,  
zvýrazněn je tón, po kterém se stupnice jmenují 
2.2.3 Molové stupnice 
Dalším zástupcem stupnic, se kterými se v moderní hudbě často setkáváme, jsou stupnice 
mollové. Ve skutečnosti jsou durové a mollové stupnice identické. Liší se pouze jiným 
počátečním tónem, podle něhož se pak jmenují. Například stupnice A moll obsahuje naprosto 
stejné tóny jako stupnice C dur. Rozdíl je pouze v tom, že je o tři půltóny posunuta a tedy začíná 
jiným tónem. Klasická teorie tento posun pojmenovává jako církevní diatonickou stupnici 
v aiolském modu. Proto A moll je ve skutečnosti C dur v aiolském modu. 
  
Obrázek 6: Stupnice A moll (vlevo) a E moll (vpravo) na kvartovém kruhu,  
zvýrazněn je tón, po kterém se stupnice jmenují 
Důkaz tohoto tvrzení nám nabízí kvartový kruh. Srovnejme Obrázek 5 a Obrázek 6. Je zde 
jasně vidět, že stupnice opravdu obsahují stejné tóny, pouze se liší v názvech. K určení názvu 
slouží základní tón, který je v obou případech zvýrazněn. Při počítačovém zpracování jsou 
názvy stupnic zcela nepodstatné, jelikož nás zajímají pouze tóny obsažené ve stupnici. 
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2.3 Akordy 
Složitý souzvuk tří až sedmi současně znějících různých tónů, které dohromady ladí, nazýváme 
akord. Zde rozlišujeme dva hlavní tvary – základní tvary a obraty. Příkladem může být současné 
zmáčknutí tři nebo více kláves na klavíru nebo zvuk tří a více strun na kytaře. Akordy jako 
takové jsou rovněž základem sborového zpěvu. 
V klasické hudbě jsou základní tvary označovány jako prvotvary a jsou složené z tercií. 
Jejich další dělení je pak odvozeno od počtu tónů vyskytujících se v akordu. Mezi dva základní 
druhy patří kvintakord a septakord (názvy jsou odvozeny od intervalu mezi dvěma 
nejvzdálenějšími tóny v akordu). Kvintakord tvoří trojzvuk, kdežto septakord čtyřzvuk. 
Následují akordy nónové, undecimové a tercdecimové, tedy akordy, s pěti, šesti respektive 
sedmi zvuky. 
Tento systém se může zdát na první pohled složitý, avšak základ systému je matematický 
a lze ho snadno odvodit. Pravidla pro odvozování akordů je možné popsat takto (3): 
• Každý akord se jmenuje podle svého základního tónu, např. C dur podle tónu C. 
• Když zvýším základní tón o čtyři půltóny, dostanu druhý tón, v případě C dur 
tón E. 
• Když zvýším základní tón o sedm půltónů, dostanu třetí tón akordu, u C dur je 
to G.  
Tímto způsobem lze snadno dopočítat všechny tóny v jednotlivých akordech vytvořením 
intervalové masky akordů. Pro dur je touto intervalovou maskou pochopitelně množina 
intervalu 0, 4, 7
, pro moll je to 0, 3, 7
. Podobě lze vytvořit masky i pro další typy 
akordů: zvýšené, snížené, dim, sus. Metrika používaná v masce je totožná s metrikou popsanou 
v kapitole 2.1. 
2.4 Harmonie a tónina 
Již jednou zmiňovaný gregoriánský chorál ze středověku, postavený na starých církevních 
stupnicích, spadal také do staršího slohu, označovaného jako polyfonie - čili vícehlas. 
Respektive je označován jako raná polyfonie. Nauka o polyfonii se nazývá kontrapunkt. Což je 
označení pro způsob vedení melodie. Slovo má svůj původ v latinském punctum contra 
punctum – nota proti notě, což příhodně označuje způsob vedení hlasů ve vzájemném 
protipohybu, ale řídící se pravidly harmonie. Takže polyfonie má více samostatných melodií 
spojených v jeden funkční celek. Sloh je označován tak, že je založen na hudebním myšlení 
melodickém, tedy horizontálním. A právě staré církevní tóniny byly v přesně tomto myšlení. 
O největším rozvoji kontrapunktického vedení hlasů hovoříme v počátcích období renesance. 
Hlavními představiteli byl například Josquin Desprez, Orlando di Lasso, Giovanni Pierluigi da 
Palestrina a další. 
Opakem polyfonie je dnes nejpoužívanější sloh – homofonie. Pokud je melodie 
doprovázena akordy, označujeme tento hudební sloh právě jako homofonie. Vyznačuje se 
jedinou hlavní melodií. Ostatní hlasy jsou jí plně podřízeny. Takže i když jednotlivé hlasy nejsou 
pouhým akordickým doprovodem, jsou melodicky hlavní melodii podřazeny. Toto hudební 
myšlení používané v homofonii nazýváme akordické, tedy vertikální. Nauka o homofonii se pak 
nazývá harmonie. Jedná se o nauku o akordech a jejich spojování. Souběžně s vývojem 
harmonického myšlení vznikaly na jejich základě moderní stupnice a tóniny dur a moll. 
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Abychom mohli akordy spojovat, musíme znát jejich vzájemný poměr a organizaci. V této 
souvislosti je pro vzájemné určení poměrů akordů a pro jejich organizaci třeba znát tóninu. 
Harmonie je tedy úzce spojena s tóninou. Každá skladba má svou tóninu. V mnoha případech 
dochází k tomu, že se tónina v průběhu skladby změní. A to ať už se tón, či několik tónů zvýší 
nebo sníží. Každopádně v daném úseku konstantní tóniny respektují tóny pravidla dané tóniny. 
To znamená, že se v úseku vyskytují pouze ty tóny, které spadají do aktuální tóniny. S tím 
souvisí i možnost převodu skladby do jiné tóniny. Tento úkon bývá označován jako transpozice.  
Jedná se o čistě mechanickou záležitost, kdy jsou tóny ve skladbě upraveny či posunuty tak, aby 
vyhovovaly pravidlům cílové tóniny. K tomuto převodu opět výborně poslouží kvartových kruh. 
Stačí si do něj dosadit počáteční a cílový požadavek na tóninu, a poté zcela mechanicky nahradit 
původní tóny na daných pozicích. Takže prvnímu tónu odpovídá na kvartovém kruhu, první tón 
v cílové tónině atd. Celá tato operace vychází z intervalů a tónin a vztahů mezi nimi. V klasické 
hudební teorii je k tomuto potřeba mnoha pojmů, které jsou však v tomto případě zbytečné, 
přesto jsou pro úplnost znázorněny alespoň graficky (viz Obrázek 7). V této práci si však plně 
vystačíme s možností mechanického převodu mezi tóninami. 
 
Obrázek 7: Ukázka pojmů z hudební teorie vyskytující se na kvartovém kruhu 
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3. Existující systémy 
3.1 Úvod do strojového učení 
Vytvořit model nějaké teorie pouze na základě dostupných příkladů, bylo velkou intelektuální 
výzvou už pro mnoho vědců. V momentě kdy se toto podaří, je možné vytvářet nové kreativní 
aplikace pouze na základě vzorku vstupních dat. Tento přístup je možné samozřejmě použít na 
jakýkoliv systém, který je možné matematicky popsat. Proto aplikace takového přístupu 
v hudbě, která má svá pravidla, ač často skrytá, je pochopitelně možná. Strojové učení vytvoří 
matematický model, například ve formě řady stochastických pravidel, pouze na základě dodané 
sady hudebních souborů. Styl hudebního komponování je pak možné zachytit do vyšší formy 
myšlenkových procesů v podobě počítačových dat. Přestože je poměrně složité kompletně tyto 
procesy formalizovat, je možné do jisté míry vytvořit modely, které jsou následně schopny 
vytvořit nová díla imitující styl velkých hudebních osobností, případně harmonizovat zadanou 
vstupní melodii stejným stylem, jak by to asi činili hudební velikáni. Právě druhá z možností je 
předmětem této práce. V této kapitole však budou popsány i systémy používané doposud spíše 
k tvorbě nových hudebních děl, protože i v nich lze nalézt inspiraci při vytváření systémů pro 
harmonizaci. 
V této kapitole budou postupně stručně popsány některé metody, které již byly 
experimentálně zkoušeny. Použité metody se samozřejmě liší, jelikož co se týče přístupu k této 
problematice, je jich používána široká škála. Ať už je to snaha použít upravené kompresní 
algoritmy (viz kapitola 3.4) nebo spíše využít poznatků teoretické informatiky a to uplatněním 
formálních jazyků aplikovaných na simulační Markovův model (viz kapitola 3.2). Mnoho 
systémů se také zaobírá použitím biologií inspirovanými modely, jako jsou neuronové sítě (viz 
kapitola 3.3) nebo heuristický přístup přes genetické algoritmy. Samozřejmě pro vytvoření 
harmonizované melodie by teoreticky nebylo třeba složitého učení se harmonie z množiny 
příkladů. Zajisté by bylo možné vytvořit prostý systém, který je postaven jen na explicitně 
zadaných pravidlech harmonie. Stačilo by do počítačové podoby převést některou z publikací 
zabývající se harmonizací, viz například (4). 
3.2 Markovovy modely 
3.2.1 Možnosti použití formálních jazyků a gramatik 
Při zkoumání možností formalizace hudebních postupů, byl jedním z přístupů zkusit aplikovat 
na hudební data principy formálních gramatik. Dle Chomského hierarchie je nejnižší gramatika 
typu , také označována jako regulární. Jedna z možností popisu jazyka generovaného touto 
gramatikou je přes konečný automat. Každý stav v tomto automatu by představoval nějakou 
část hudebních dat a přechody by pak představovaly skoky mezi stavy, až do konečného stavu. 
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Ačkoliv se na první pohled jeví, že takový popis by umožňoval nějakou vhodnou modulární 
strukturu, pro popis hudby se nehodí. Přestože regulární gramatika je jednoduchá, její problém 
tkví právě v její jednoduchosti, respektive v omezeních z toho vyplývajících. Nejsme schopni s ní 
popsat jednoduchý postup, kdy je -krát opakován řetězec , po něm následuje stejný počet 
řetězce , tedy . Z toho důvodu regulární jazyky asi nejsou vhodné pro popisování hudby. 
Ve skutečnosti ale mohou být vhodné pro popsání nízkoúrovňových charakteristik 
vyskytujících se v hudbě, jakými jsou například harmonické postupy. Což je samozřejmě dobrá 
zpráva, protože manipulace se strukturou tvořenou konečným automatem je relativně snadná 
a pochopitelná záležitost. 
Naproti tomu bezkontextové gramatiky, v Chomského hierarchii označované jako jazyky 
typu , nejsou omezovány tak, jako gramatiky regulární a lze s nimi úspěšně popsat mnohem 
více konstrukcí v nějaké kompozici. Tam, kde přepisovací pravidla v regulární gramatice 
obsahovala po načtení terminálního symbolu stav následující, smí bezkontextové 
gramatiky změnit stav na jakoukoliv posloupnost terminálních a neterminálních symbolů. Tím 
je umožněno popsat i vyšší formy myšlenkových konstrukcí v dané kompozici, což přináší lepší 
modularitu a možnosti popisu. Celá tato teorie má však stále jedno úskalí. Nezohledňuje totiž 
kontext v rámci řetězce. Na celý řetězec aplikuje tatáž pravidla, ať se nachází terminální symbol 
kdekoliv. Tento problém řeší užití kontextových gramatik, v Chomského hierarchii označované 
jako jazyky typu , které umožňují při tvorbě přepisovacích pravidel pro jednotlivé termy vzít 
v úvahu, jak stav předchozí, tak stav následující. Práce s těmito gramatikami je pak výpočetně 
úplná. 
3.2.2 Souvislost formálních jazyků a Markovových modelů 
Statistický model označovaný jako HMMs – Hidden Markov Models, česky překládáno jako 
skryté Markovovy modely, je matematický aparát podobný konečnému automatu. Jeho časté 
využití je v oblasti zpracování přirozeného jazyka – modelování a rozpoznávání lidské řeči, 
rozpoznávání ručně psaného písma či podpisů, ale i třeba pro rozpoznávání lidského obličeje.  
Úvodní srovnání s konečným automatem nebylo vůbec náhodné. Skrytý Markovův model 
je ve své podstatě téměř konečný automat. Obsahuje rovněž množinu stavů, do kterých se 
v průběhu výpočtu může dostat, avšak přechodová funkce je tvořena jako matice přechodů 
a množina koncových stavů je nahrazena maticí pravděpodobnosti. Markovův proces  se 
skrytým Markovovým modelem je tedy pětice   , , , , , kde:  
  , … , 
 je konečná množina  stavů Markovova modelu, ||   ;  
  ", … , "#
 je konečná abeceda $ vstupních symbolů 
  %&
 je matice přechodů, jejíž prvky určují, s jakou pravděpodobností přechází 
systém ze stavu % v kterémkoliv čase ' do stavu & v čase ' ( 1 
  &)
 je matice pravděpodobností 
  %
 je sloupcový vektor pravděpodobností počátečního stavu 
Experimentů v oblasti uplatnění strojového učení založeného na gramatikách bylo provedeno 
mnoho. Jeden zajímavý, ze kterého zde bude čerpáno (5), je založený na reprezentaci pomocí 
Markovova modelu. Ten je v podstatě jednoduchým nedeterministickým konečným automatem, 
kde pro každý přechod je nadefinována nějaká pravděpodobnost. Každému stavu je přiřazen 
jeden nebo řada vstupních symbolů, ale má pouze jednu pravděpodobnost jako vnitřní stav. 
Tím se liší od skrytých Markovových modelů, kde je v každém stavu uvedena pravděpodobnost 
pro každý symbol ze vstupní abecedy. Zkrátka tato jednodušší forma Markovova modelu je 
speciálním případem HMMs, kde jeden vstup má pravděpodobnost 1, zatímco všechny ostatní 
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mají pravděpodobnost 0. Tento typ modelu pak umožňuje používat jednodušší algoritmus pro 
výpočet *+|$. Takže pro výpočet stačí použít forward-backward alogoritmus. Jednoduše 
se vypočítá: 
*+|$  ∑ *-|$./0|+|  
Rovnice 1  
Po užití této teorie na regulární výrazy bylo dosaženo těchto experimentálních výsledků. 
Regulární výraz 1 modelovaný konečným automatem (viz Obrázek 8) je pak úspěšně 
naučen Markovovým modelem (viz Obrázek 9).  
 
Obrázek 8: Konečný automat popisující regulární výraz 2312  
 
Obrázek 9: Markovův model nad regulárním výrazem 2312 
Pro naučení a explicitní určení pravděpodobnosti jednotlivých přechodů je zapotřebí 
poskytnout jakousi trénovací sadu několika regulárních výrazů. V tomto případě to byly celkem 
čtyři příklady.  
Nyní uvažujme jiný regulární výraz 4444. Ten je rovněž popsán konečným 
automatem (viz Obrázek 10).  Trénování proběhlo na množině 13 příkladů, přičemž nejdelší 
z nich byl řetězec o 11 znacích. Výsledný model však selhává (viz Obrázek 11). Dochází v něm 
k nesprávnému zobecňování na regulární výraz 44 .1 
 
 
Obrázek 10: Konečný automat popisující regulární výraz 24342434 
 
 
Obrázek 11: : Markovův model popisující regulární výraz 24342434 
                                                             
1Lepší výsledky pro zobecňování lze dosáhnout použitím jiného algoritmu, doporučuje se zkusit Full 
Baum-Welch algorithm 
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Celá tato teorie kolem popisování regulárních výrazů pomocí Markovových modelů 
směřovala k jedinému a to dostat se konečně k využití těchto poznatků v harmonizaci. 
V principu lze harmonizační teorii redukovat na příklady s regulárními gramatikami. 
Respektive je možné se principy  harmonie naučit ze sady příkladů a to bez jakýchkoliv znalostí 
pravidel harmonizace. Použitý experiment obsahoval 54 ukázek. Jedna názorná viz Příklad 1. 
Prezentovaný styl je definován tak, že římská číslice označuje relativní vzdálenost akordu 
k akordu následujícímu (viz kapitola 2.1), přičemž v závorce je uveden počet takových 
přechodů v kompozici. První řádek příkladu tedy znamená, že v relativní vzdálenosti IV a V se 
přechod vyskytuje za I dvakrát častěji, než přechod na VI a dokonce 6x častěji než na II a III. 
(I ((IV 6) (V 6) (VI 3) II III)) 
(II ((V 6) (IV 3) (VI 3) I III)) 
(III ((VI 6) (IV 3) I II V)) 
(IV ((V 6) (I 3) (II 3) III VI)) 
(V ((I 6) (IV 3) (VI 3) II III VII)) 
(VI ((II 6) (V 6) (III 3) (IV 3) I)) 
(VII ((III 6) (I 3))) 
Příklad 1: Harmonizační styl 
(I ((VI 11) (IV 16) (V 25) (II 2) (III 3))) 
(II ((IV 7) (V 9) (I 2) (VI 2))) 
(III ((VI 7) (IV 3) (II 1) (V 1))) 
(IV ((II 5) (I 6) (III 1) (V 18) (VI 2))) 
(V ((IV 13) (VI 9) (II 4) (III 2) (I 17) VII)) 
(VI ((III 5) (II 8) (V 11) (I 4) (IV 3))) 
(VII ((III 1))) 
Příklad 2: Naučená harmonie 
Naučený styl (viz Příklad 2) vypadá velice podobně. Stačí si všimnout, že použité relativní 
vzdálenosti včetně poměrů jednotlivých přechodů jsou si velice podobné. S větším počtem 
příkladů by pak mohla i výsledná naučená harmonizační pravidla konvergovat k originálnímu 
autorskému stylu. 
3.2.3 Zhodnocení zjednodušeného Markovova modelu 
Samozřejmě že natrénovaný model vychází pouze z pravděpodobností tónů v rámci jejich 
pořadí a nezkoumá harmonii jako celek v kontextu celé melodie. To ale ani použitý 
zjednodušený model s regulární gramatikou umožňovat nemůže. Proto je i výzvou pro další 
řešitele v této oblasti zkusit vytvořit model, který by pronikl hlouběji do tajů harmonie 
v poněkud v komplexnější rovině. Například zabývat se HMMs a kontextovými gramatikami, 
které by braly v úvahu i další aspekty skrývající se v hudbě.  
3.3 Neuronové sítě 
3.3.1 Biologií inspirovaný model 
Jedním z výpočetních modelů, často užívaných v oblasti umělé inteligence, jsou neuronové sítě. 
Ty jsou složeny z jednotlivých neuronů, z nichž každý neuron má vždy několik vstupů, ale pouze 
jeden výstup. Tyto vstupy se nazývají dendrity a jsou připojeny na výstupy (axony) jiných 
neuronů.  To, že se dovedou živé organismy vybavené neuronovou sítí chovat adaptivně je dáno 
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tím, že neuronová síť je schopna se učit. Učení lze definovat jako schopnost, dělat závěry ze 
zkušeností.  
Protože velikost každého signálu lze zde reprezentovat reálnými čísly, může být celá síť 
popsána matematicky. Chování neuronu pak bude dáno vstupními vektory, respektive sumou 
jednotlivých násobků. Základním prvkem každé neuronové sítě je tedy neuron. Existuje celá 
řada modelů neuronu, od těch velmi jednoduchých používajících nespojité přenosové funkce, až 
po velmi složité. Jedním z nejpoužívanějších je model popsaný McCullochem a Pittsem: 
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kde:  
-% jsou vstupy neuronu 
8% jsou synaptické váhy 
: je práh 
6- je přenosová (aktivační) funkce 
5 je výstup neuronu 
Nastavením různých vah se právě upravuje výsledná funkce celé sítě. Její trénování na množině 
vstupních dat je silně ovlivněno použitou aktivační funkcí zvolené učící se metody.  
Například lze užít učení pomocí metody backpropagation. Metoda vznikla v 70. letech 
a opět oživila zájem o neuronové sítě. Backpropagation je algoritmus, který byl vytvořen pro 
trénování modelu ve vícevrstvých neuronových sítích s učitelem. Učení sítě metodou 
backpropagation spočívá v zpětném průchodu sítí a následné minimalizaci celkové chyby pro 
všechny vzory trénovací množiny. Chyba vzoru představuje odchylku požadovaných 
a vypočtených hodnot ve výstupní (nejvyšší) vrstvě. Poté jsou opraveny váhy u nižší vrstvy, až 
se dosáhne na vstupní (nejnižší) vrstvu. 
3.3.2 Praktická aplikace na harmonizaci 
Experimentálně už v této oblasti bylo rovněž provedeno mnoho výzkumné práce. Velice 
zajímavá je práce na užití neuronových síti pro naučení chorálu, jak je komponoval Johann 
Sebastian Bach2. Práce vznikla v roce 2002 na dánské univerzitě v Århus. Jejími autory jsou 
Martin Elmer Jorgensen a Saren Tjagvad Madsen (6). Ti použili feed-forward neuronovou síť 
a samotné učení sítě pak prováděli právě s použitím metody backpropagation. Při 
experimentování se sítí se aplikovala v síti maximálně jedna skrytá vrstva. Užití dvou vrstev 
nevedlo k dobrým výsledkům.  
Klíčovou roli při návrhu sítě hraje její datová reprezentace. Harmonie byla v tomto 
experimentu zkoumána z poměrně komplexního hlediska. Nepovedlo se vytvořit jednu 
univerzální síť popisující celou harmonii. Proto byla vytvořena série několika sítí, každá pak 
byla trénována jiným způsobem s jinými vstupy. Výsledné dílčí výsledky pak sloužily k popsání 
celé harmonie.  
Bohužel užití neuronových sítí na takový složitý problém jako je chorálová harmonie, 
bývá hodně o experimentování, hledaní vhodného modelu s vhodně nastavenými parametry 
sítě. Výsledky toho experimentu byly špatné a proložené velkou chybou. Jiný experiment 
popsaný experiment s neuronovými sítěmi (7) však dopadl dobře a byl inspirací pro ostatní (8). 
                                                             
2 Johann Sebastian Bach (1685-1750) byl německý hudební skladatel a virtuóz hry na klávesové nástroje, 
považovaný za jednoho z největších hudebních géniů všech dob a završitele barokního hudebního stylu 
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Systém je zde popsán tak, že rozděluje úkol harmonizace na tři dílčí úkoly. Úkolem prvního 
je popsat harmonizační kostru ve skladbě, úkolem druhého pak akordovou kostru ve skladbě 
a třetí model je zaměřen na ozdobné prvky. První model je trénován tak, že pro každou dobu se 
bere v úvahu kontext předešlých tří harmonií a ještě předešlé, aktuální a následující noty a také 
pozice v taktu. Poslední model je trénován neuronovou sítí a to rovněž pro každou dobu v taktu. 
V modelu pro určování harmonických akordů je ale vytvořen speciální systém Knowledge 
Engineering, který filtruje některé akordy. Příkladem je situace, kdy se nabízí více možností 
harmonizace se stejnou přijatelností. V tomto případě systém upřednostní obecnější akord. 
Tento přístup funguje poměrně dobře a má dobré výsledky. 
3.4 Incremental Parsing 
3.4.1 Původ metody, komprese LZW 
Základ této metody je v původně kompresním algoritmu. Pánové Jakob Abraham Lempel, Jacob 
Ziv a Terry Welch jako první navrhli použít Inremental Parsing (zkracovaný jako IP algoritmus) 
pro vytvoření postupu pro bezztrátovou kompresi dat. Kompresní algoritmus je pak označován 
jako Lempel-Ziv-Welch, zkracovaný též jako LZW. Princip činnosti je v postupném vytváření 
slovníku motivů vyskytujících se v řetězci určeného ke kompresi. Řetězec je čten zleva doprava 
a do slovníku je přidávána každá nová fráze, která je delší než ty, co se již ve slovníku vyskytují.  
Jako příklad bude uveden řetězec  =>?= ze vstupní abecedy , , >, ?, @
 (9).  Na 
začátku je slovník prázdný. Při čtení řetězce zprava doleva nejdříve narazíme na znak . Tak jej 
přidáme do slovníku. Další přidaným bude . Znak  se v slovníku ještě nevyskytuje a zároveň 
není kratší než nejdelší posloupnost ve slovníku (tam je zatím pouze ). Znovu čteme 
následující znak a narazíme na =. To rovněž splňuje podmínku pro přidání do slovníku. Takže ve 
slovníku máme tuto množinu řetězců , , =
 a ze vstupního řetězce nám zbývá přečíst 
>?=. Protože následující znak  se ve slovníku už vyskytuje, čteme i následující znak >. Do 
slovníku tedy přidáme řetězec >. Stejně tak postupujeme i dále a postupně do slovníku 
přidáme řetězce ?,  a = . 
Pro tento popis se výborně hodí stromová struktura. Ta bude mít svůj vrchol, ze kterého 
se vždy při čtení znaku začíná. Znak, který se v přímých poduzlech daného uzlu ještě 
nevyskytuje, je přidán právě jako nový poduzel. Narazí-li se na znak, který se v podstromech již 
vyskytuje, přejde se právě do tohoto uzlu. Poté se načte znak následující a opakuje stejný 
princip jako by byl na začátku ve vrcholu stromu. Tímto se postupně vytváří stromová 
struktura, kde sled řetězce je vytvořený směrem od vrcholu stromu k jeho listům přes 
jednotlivé uzly obsahující znaky vstupní abecedy, představující jednotlivé motivy v řetězci se 
vyskytujících. Výše uvedený příklad řetězce lze tedy popsat i stromovou strukturou (viz 
Obrázek 12). 
 
Obrázek 12: Stromová struktura v IP řetězce 23A2B2C23A2 
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Délka komprimačního schématu v LZW je podmíněná pravděpodobností výskytu symbolů 
v řetězci. Nechť > je počet motivů v analyzovaném vstupním řetězci s  uzly v stromové 
reprezentaci modelu. Pak k popsání každého prefixu (motivů bez posledního znaku) je potřeba 
právě log>  bitů a samozřejmě 1 bit k popsání posledního znaku. Protože průměrná délka  





s rostoucím  konverguje k větší míře neuspořádanosti v uzlech. Tento předpoklad pak 
dokazuje, že kódování je asymptoticky optimální.  
Když je kódování optimální, teoretická informatika tvrdí, že délka kódovaného řetězce je 
nepřímo úměrná pravděpodobnosti fráze. V IP se pravděpodobnost do uzlu zavádí následovně: 
Postupně se prochází všechny podstromy. Nejdříve se určí kardinalita vybraného podstromu +  
(kardinalitou se jednoduše myslí, počet uzlů v daném podstromu) a následně kardinalita 
přímého dílčího každého podstromu -, … , -% pro K L 1 z +. Pravděpodobnost pro každý 
podstrom -, … , -%  je pak dána jako podíl kardinality jednolitých dílčích podstromů 
a kardinality celého podstromu +.  
Pro výše uvedený příklad by pak pravděpodobnostní strom vypadal následovně. Nejvyšší 
rodičovský uzel by měl pravděpodobnosti uložené v uzlu tyto, pro  MNOP ,  M

OP , = M

OP, podstrom 
s vrcholem v  tyto  MP , > M

P , ? M

P a podstrom s vrcholem v = tvoří jediná pravděpodobnost 
a to pro 1. 
3.4.2 Aplikace modelu 
Představme si teď popsanou IP strukturu s pravděpodobnostmi přechodů v jednotlivých uzlech 
při aplikaci na hudební data. V uzlech by se postupně zaznamenávaly hudební motivy, například 
jako relativní intervaly mezi tóny (viz kapitola 2.1). Výsledek by pak tvořil pravděpodobnostní 
strom motivů. Protože se jedná o přirozeně inkrementální algoritmus, je možná jeho aplikace 
i v rámci real-time aplikací. Jeho hlavní vlastností je, že se jedná o bezztrátový algoritmus. Tedy 
všechno je zaznamenáno. Zaznamenávání každého detailu však není žádnou výhodou. Strom se 
stává zbytečně robustní a to bez ohledu na podstatnější části vstupu. Rovněž při krátkých 
datech má tento model malou vypovídací hodnotu. V tomto případě stačí změna jednoho 
vstupního symbolu pro dosažení zcela jiných výsledků. 
3.5 Prediction sufix trees 
3.5.1 Princip činnosti 
V roce 1996 vyvinula Dana Ron Prediction sufix tree algoritmus (zkracovaný jako PST). 
Algoritmus je pojmenovaný po datové struktuře užívané k reprezentaci dat v rámci statického 
modelu. Bylo dokázáno, že PST je podtřídou PFA3. Ten je variantou na Markovovy řetězce 
s proměnou a teoreticky neomezenou délkou. Pokud tomuto řetězci přiřadíme konečnou délku, 
získáme ekvivalent k PST.  
                                                             
3 Probabilistic Finite Automata 
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Právě určení délky  je klíčovým prvkem v PST. Stejně jako IP (viz kapitola 3.4) je 
základní strukturou v modelu strom. Délkou  vlastně omezíme maximální délku řetězce 
(možného motivu) ve stromu. Shodný je v PST i princip uložení jednotlivých pravděpodobností 
v uzlech stromů. Dochází však zde k  modifikaci, kdy se zavádí jakýsi spodní práh 
pravděpodobnosti *Q% a v uzlech jsou uloženy pravděpodobnosti pro všechny symboly vstupní 
abecedy. Omezení délky a zavedení prahu pravděpodobnosti vede k tomu, že motivy uložené ve 
slovníku jsou nekompletní. Přirozeně se tedy jedná o ztrátový algoritmus.  
Empirická varianta PST používá k prohledávání řetězce algoritmus breadth-first search4 
(prohledávání do šířky) pro vyhodnocování motivů používá tři podmínky, ty musí platit 
součastně. Motiv nesmí být delší než je hodnota . Dále hodnota empirické pravděpodobnosti 
daných dat nesmí klesnout pod *Q%. Poslední podmínkou je, že podmíněná 
pravděpodobnost vyplývá z multiplikativního rozdílu a bude popsána níže Pouze motivy 
splňující tuto podmínku pak jsou přidány do slovníku motivů.  
Empirickou pravděpodobností se rozumí pravděpodobnost, že se daný motiv při 
analyzování celého textu objeví. Řekněme, že je zadán řetězec . Při jeho analýze 
narazíme celkem na šest dvojic - , , , ,  a . 
Empirická pravděpodobnost výskytu řetězce  je v tomto případě tedy S 

, protože se motiv 
 vyskytuje v řetězci celkem třikrát. Dále lze popsat empirickou pravděpodobnost výskytu  
po řetězci . Ta je rovna . Zatímco výskyt  po  je roven 

T (motiv  se objevuje v řetězci 
celkem 5x a ve dvou případech je následován výskytem řetězce ). Multiplikativní rozdíl mezi  





 T. Užitím stejného principu, lze tedy spočítat 
pravděpodobnost následujícího symbolu - z uzlu označeného jako > jako 
*XG  1 9 |Y|Z*G- ( Z, kde |Y| je kardinalita vstupní abecedy a Z je minimální rozlišitelný 
faktor, musí platit 0  Z  |[|, *XG L Z  0. 
Na příkladu řetězce =>?= (10), známého již z přecházejícího textu o IP (viz 
kapitola 3.4.1) bude prakticky vysvětleno fungování modelu. Parametry jsou dány takto:   2, 
*Q%  0,15, =  2 a Z  0, kde Z je minimální rozlišitelný faktor v pravděpodobnosti 
daného modelu. Každý list pak obsahuje seznam pravděpodobností pro každý znak z množiny 
vstupní abecedy , , >, ?, =
. Vizuální zobrazení takové pravděpodobnosti viz Obrázek 13. Zde 
si můžeme povšimnout, že potencionální motiv  ztroskotal právě na kritériu *Q%, zatímco 
motiv = sice vyhověl v tomto kritériu, zato nevyhověl kritériu omezující délku řetězce . 
Avšak naproti tomu motiv = vyhověl, protože:  
*"r>"  *|"" · *| · *=| · *|= · *|=  T `

 ` 1 ` 1 ` 1  
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Obrázek 13: PST model pro vstupní řetězec  23A2B2C23A2 
Změníme-li nastavení PST a vstupní řetězec zachováme, algoritmus vede k trochu jiným 
výsledkům. Uvažujme takovéto nastavení parametrů:   10, *Q%  0,1, =  2 a Z  0,1. 
Rovněž každý uzel bude obsahovat pravděpodobnosti pro , , >, ? a =. 
 
Obrázek 14: PST model pro vstupní řetězec 23A2B2C23A2  s jiným nastavením parametrů  
3.5.2 Porovnání s modelem IP 
Rozpoznávání pomocí PST není přirozeně real-time systém, na rozdíl od IP. K pozorování 
četností motivů a dílčích jednotek ve vstupním řetězci, je třeba ho mít celý k dispozici. Zato zde 
není vliv byť třeba jediného znaku na celou slovníkovou strukturu. Takže PST je mnohem 
pružnější i v rámci malých sekvencí a vytváří mnohem zajímavější přechody. Nicméně PSP se 
nehodí při on-line použití. Ovšem stejně jako v případě IP se v dosavadních experimentech PST 
používalo převážně k tvorbě nových hudebních kompozicí imitujících naučený styl, nikoliv 
k harmonizaci. V této práci však bude vyzkoušeno, zda je možné například metodu založenou na 






Pro práci s hudebními i jinými daty je v této práci použito hned několik formátů, sloužících 
k ukládání dat do počítače. Jedním z nejdůležitějších je binární formát SMF založený na MIDI, 
který je využíván především jako zdroj vstupních dat. Tento velice oblíbený typ bude krátce 
popsán v kapitole 4.1. Není však jediným využitým přístupem. Navržený systém pracuje ještě 
s dalšími souborovými typy nástroje například nástroje Melisma Music Analyzer (viz 
kapitola 4.3) a také pro meziaplikační výměnu dat, využívá další navržené interní formáty 
(viz kapitola 4.4), založené na technologii XML. Úplným výstupem systému je textový formát 
MusicXML. Jak již nám samotný název napovídá, jedná se o formát založený na technologii XML 
a bude mu věnována kapitola 4.5.  
4.1 MIDI 
4.1.1 Úvod do MIDI 
Začátky MIDI jsou datovány do roku 1981. Finální MIDI verze 1.0 se poprvé objevila 5. srpna 
1983. Jedním z prvních výraznějších šiřitelů technologie MIDI, mimo výrobce hudebních 
nástrojů, se stala americká společnost Atari, která rozhraním pro MIDI vybavila své počítače 
Atari ST a STE. Za standard bylo MIDI přijato v roce 1991 jako specifikace General MIDI System 
Level 1 a stal se součástí MIDI normy. Cílem bylo, aby MIDI vystoupilo z ulity výlučného 
profesionálního používání v hudbě a aby bylo nabídnuto ve značně zjednodušené formě ke 
komerčnímu využití (počítače, multimédia) a v neposlední řadě také hudebním amatérům 
a nadšencům (11).  
4.1.2 Standardní MIDI soubor 
MIDI jako takové, je pouze standard pro komunikaci mezi různými MIDI nástroji. Součástí GM 
standardu je rovněž popis formátu souboru, který slouží pro archivaci jednotlivých skladeb. Je 
označován jako standardní MIDI soubor (SMF5) a často, když se mluví o MIDI, mají lidé na mysli 
právě tento typ souborů a nemají tušení o celé MIDI normě.  
Hlavní význam SMF je v prostém způsobu kódování hudebních dat, která pak umožňují 
snadný přenos mezi nejrůznějšími přístroji. Formát je tedy pochopitelně binární a jeho 
formátování může mít celkem 3 verze. 
• Formát 0: zapíše jednu stopu (track) - ta může obsahovat všechny MIDI kanály. 
• Formát 1: ukládá jednu i více současně hrajících stop (pattern), to odpovídá 
lineárně (nikoli patternově) orientovaným sekvencerům. Pochopitelně i zde 
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mohou být multikanálové stopy, z nichž vyplývají určité komplikace (tzv. 
nečistý formát 1). 
• Formát 2: uloží celou skladbu (song). Ta je určena pro patternově orientované 
sekvencery, v nichž každý pattern má obsahovat jednu multikanálovou stopu. 
Teoreticky by měl umět přenést i polytempo, tedy případ, kdy každá stopa hraje 
v jiném tempu. Tento formát se nepoužívá. 
SMF tedy obsahuje jednu nebo více stop. Do MIDI dat mohou být uloženy informace o jménu 
skladby, popřípadě i jiné doplňující informace popisující nahrávku. Pro stopy je pak možné 
nastavení tempa, struktury stopy, předznamenání a další údaje. Samotná binární struktura 
souboru je navržena jako blokové uspořádání, skládající se ze dvou typů bloků – hlavičky a stop. 
Takže SMF začíná vždy hlavičkovým blokem následovaným jedním nebo více bloky 
obsahujícími data jednotlivých stop. 
Hlavička SMF začíná posloupností čtyř ASCII6 znaků MThd, poté následuje 32bitová 
posloupnost udávající délku hlavičky, dále bajt definující číslo použitého formátu SMF, další bajt 
je určen pro definování počtu stop vyskytujících se v souboru a pak celkově hlavičku uzavírá 
tzv. rozlišení, které udává vztažnou hodnotu pro kódování deltačasu, obvykle určuje relativní 
čas, jako počet tiků do jedné čtvrťové hodnoty (noty). 
Stopová část SMF je pak založena na tzv. meta-eventech. Což jsou jakési interní kódy 
sloužící k určení různých dat skladby jako metrum, tempo, textové popisy, písňové texty pro 
synchronizaci skladby s karaoke aplikacemi.  Každá skladba by tak měla mít minimálně údaj 
o metru a tempu skladby. Tento údaj by měl být uveden ještě před hudebními daty první stopy. 
Je-li v průběhu skladby třeba změnit nějaké nastavení, například tempo, je to možné. Každý 
meta-event začíná bajtem s hexadecimální hodnotou FF a následuje bajt určující jeho typ. Těch 
je v současné době definováno celkem 128 typů7, jelikož nejvyšší bit (MSB8) má hodnotu 0. 
Příklad uložení hudební skladby v souboru by pak mohl vypadat asi takto. Jde o příklad 
přejatý z (12). Úkolem je převést standardní notový zápis (viz Obrázek 15) do formátu souboru 
SMF formát 0. 
 
Obrázek 15: Notový zápis převáděný na MIDI 
Data:    Komentář: 
4D 54 68 64   MThd 
00 00 00 06   délka hlavičky 
00 00 00 01   formát 0, jedna stopa 
      01 08   96 tiků na jednu čtvrťovou 
4D 54 72 6B     MTrk 
00 00 00 3A    délka stopy - 58 bajtů  
00 FF 58 04 03 02 18 08 Meta-event: metrum 3/4, metronom každou čtvrťovou, 
                                                             
6 anglická zkratka pro American Standard Code for Information Interchange 
7 více informací o hexakódech formátu SMF na stránkách 
http://www.fileformat.info/format/midi/corion.htm 
8 Most Significant Bit se používá pro bit s nejvyšší hodnotou v binárním vyjádření čísla 
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8 dvaatřicetinek do jedné čtvrťové  
00 FF 51 03 07 A1 20  Meta-event: tempo, jedna čtvrťová nota trvá 500 000 sec 
00 90 46 6E   zapnuta nota 70 rychlostí 110 
81 40 46 00   vypnuta nota 70 
00 2D 50   zapnuta nota 45 rychlostí 80 
60 2D 00   vypnuta nota 45 
00 26 0D     zapnuta nota 38 rychlostí 80 
00 3E 0D     zapnuta nota 62 rychlostí 80 
00 41 0D     zapnuta nota 65 rychlostí 80 
00 45 0D     zapnuta nota 69 rychlostí 80 
81 40 3E 00     vypnuta nota 62 
00 41 00     vypnuta nota 65 
00 45 00     vypnuta nota 69 
00 26 00     vypnuta nota 38 
60 FF 2F 00     Meta-event:konec stopy 
Příklad 3: Ukázka jednoduchého SMF, který popisuje výše uvedený notový zápis (viz Obrázek 15) 
Tabulka je rozdělena do třech částí. Na začátku je inicializační část s hlavičkou souboru 
a stopy. Stopa je dlouhá 58 bajtů. Dále následují dva meta-eventy udávající metrum a tempo. 
Protože jsou již součástí stopy, je před každým údaj o deltačase. Následují data, kde je použit 
trvající stavový bajt. Soubor je ukončen meta-eventem znamenajícím konec stopy. 
4.2 Trénovací data 
Nutnou podmínkou pro dobrý výstup systému, jsou kvalitní trénovací data, ze kterých se 
systém bude harmonii učit. V tomto systému jsou trénovacími daty nahrávky ve formátu SMF. 
Z nich se pak systém pokouší naučit harmonizační pravidla. Tedy v případě špatné trénovací 
množiny nelze očekávat žádné převratné výsledky. Proto kromě základního požadavku na 
dostatečný objem trénovacích dat, lze stanovit i další požadavky. Především je dobré, aby 
trénovací data byla vytvářena za nějakým konkrétním konzistentním účelem. Takovým účelem 
může být snaha vytvořit množinu dat, která obsahuje pouze klavírní skladby nějakého 
konkrétního hudebního skladatele. Snahou tedy bude naučit se jeho styl harmonizace. Často 
však je důležitější, aby data byla od jednoho autora. Myšleno ne z pohledu skladatele hudebního 
díla, jako spíš autora hudebního souboru. Každý autor takového souboru, totiž při digitalizaci 
hudebního díla do počítače postupuje jinak a právě rozdílné postupy při digitalizaci, vedou 
k různé interpretaci téhož hudebního díla. Potom se do trénovací množiny vnáší rukopis nejen 
skladatele díla, ale i autora, digitalizovaného souboru. Ovšem i různě nekonzistentní databáze, 
může jistě poskytnout i zajímavé výsledky. Zaleží pak už jen na experimentování a zkoumaní 
dosažených výsledků. 
V této práci se využívala především trénovací sada zhruba tří set skladeb Johanna 
Sebastiana Bacha, která byla vyrobena z textových dat.  Jako zdroj textových dat posloužila data 
Allana Moraye (8). Z jeho textových dat byla zpětně vytvořena ucelená databáze SMF. Tímto 
bylo zajištěno, že trénovací databáze je dostatečně konzistentní i poměrně široká. Původní data 
byla jednoduchým zápisem většinou čtyř hlasů. V souboru pak byl dále údaj o tónině, tempu, 
harmonii a rozdělení na jednotlivé takty. Je tedy jasné, že převedením souboru na SMF se 
pokročilejší část těchto hudebních informací ztratí. Tyto informace bude třeba později znovu 
pracně dolovat, například informaci o tónině. Z hlediska obecnosti je však toto nutný ústupek. 
Vstupem systému má být SMF a tento formát uvedené pokročilé hudební informace o tónině 
apod. implicitně neobsahuje. Proto bude třeba jejich zpětné dolování.  
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4.3 Melisma Music Analyzer 
Cílem specifikace SMF bylo uložení signálu MIDI nástrojů do počítače. Hudební díla v tomto 
formátu nesou jen základní informace potřebné k jejich kvalitní reprodukci. Pomine-li výběr 
nástrojů a další vymoženosti, které MIDI nabízí, jsou těmito informacemi především údaje 
nezbytné k přehrání skladby v čase. Obecné informace jako metrum, tempo, dynamika 
a samozřejmě údaje vztažené k přehrávaným tónům – výška, délka, různé ozdoby jako 
staccato9, ohýbaní tónu apod. Pokročilé hudební informace o tónině, harmonii, vazbách mezi 
přehrávanými stopami je třeba analyzovat a ze souboru je vydolovat. Přesně k takovému účelu 
slouží balíček analytických nástrojů nad SMF soubory Melisma Music Analyzer10.  
Nástroj obsahuje řadu konzolových aplikací, které jsou mezi sebou v různé závislosti. To 
znamená, že vstupem mnohé aplikace je předcházející výstup nějaké jiné. Celý systém je 
postavený jako Open Source a jeho využití je bezplatné. Výhodou balíčku je taky jeho konzolový 
charakter. Díky této skutečnosti je snadné zakomponovat jednotlivé dílčí aplikace do vlastních 
skriptů a takto si analýzu hudebních souborů zefektivnit a zautomatizovat. 
V balíčku Melisma Music Analyzer je hned několik aplikací. Mezi základní patří - Meter, 
Grouper, Streamer, Harmony a Key program. Využity budou všechny, až na program Grouper. 
Ten je použitelný pouze pro monofonní vstup a jeho úkolem je odstranit ze skladby překrývaní 
tónů a vytvořit tak plynulý výstup. Ostatní programy pak jsou už v systému zahrnuty a budou 
popsány podrobněji. 
4.3.1 The Meter Program 
Prvním krokem k tomu, abychom mohli využívat analytické programy Melisma Music Analyzer 
je převedení SMF souboru do zvláštního textového formátu. Tvůrci Melisma tento formát 
nazvali „Verbose text“. K převedení slouží nástroj nazvaný mftext. Stejně jako v případě 
ostatních aplikací Melisma, jde o konzolový program. Při spuštění stačí do prvního argumentu 
programu napsat jméno MIDI souboru a aplikace vytvoří jednoduchý textový výstup. V něm je 
na začátku uvedeno několik vnitřních META informací a následuje seznam not.  Údaje o notách 
jsou velice strohé. Obsahují v podstatě pouze informace o jejich výšce a délce, ta je dána 
počátečním a koncovým časem (viz Příklad 4). 
 
Note      0    750 60 
Note    750   1500 62 
Note   1500   2250 64 
Příklad 4: Fragment z textového výstupu programu mftext 
Tímto jsme získali soubor „verbose text“ a můžeme jej dále zpracovávat. Prvním programem je 
Meter. Jako vstup je už vyžadován právě soubor ve „verbose text“ formátu. Výstupem je pak, 
jakási časová analýza, jenž ve skladbě rozpoznává v podstatě rámec tempa. Program pak vytvoří 
seznam rytmický úderů a jejich úrovní, který je opět prezentován jako textový výstup (ukázka 
viz Příklad 5). 
 
Beat      0  4 
Beat    105  0 
                                                             
9 Styl hudebního přednesu, kdy jsou jednotlivé tóny hrány s co nejvýraznějším oddělením. Obvykle tón 
netrvá po celou zapsanou délku noty, ale je zkrácen a zbytek trvání noty nahrazen pauzou. 
10 Melisma Music Analyzer je dostupný na adrese http://www.link.cs.cmu.edu/music-analysis/ 
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Beat    245  1 
Beat    350  0 
Beat    490  2 
Příklad 5: Výstup programu Meter 
Meter umožňuje výsledky prezentovat dvojím textovým výstupem. S tímto souvisí i možnost 
napsat si vlastní konfigurační soubor pro tento program, který je pak předán programu jako 
argument při spouštění. 
4.3.2 The Streamer Program 
Program slouží k detekci jednotlivých hlasů obsažených v analyzované skladbě. Je schopen 
rozlišit jednotlivé hlasy a identifikovat je v kontextu celé skladby. Jako vstup předpokládá 
výstup programu Meter a je rovněž konfigurovatelný. Tedy umožňuje předat vlastní konfiguraci 
programu jako argument při spuštění programu. Této skutečnosti lze s výhodou využít 
například pro pevné stanovení počtu hlasů a jejich označení ve skladbě. Chceme-li, aby ve 
skladbě byly detekovány maximálně čtyři hlasy a pro jejich označení bylo použito právě 
maximálně číslo čtyři, lze i toto nastavit právě v  konfiguračním souboru. Samozřejmě 
konfigurační soubory, kromě této skutečnosti a záležitostí týkajících se podoby výstupu, 
nabízejí ještě mnohem více. Přestože program nabízí přehledné textově-grafické zobrazení 
výsledků, bude pro dávkové zpracování skripty raději použito strohého stylu (viz Příklad 6). 
Ten obsahuje veškeré důležité informace – umístění noty v čase, její výšku a číslo přiřazeného 
hlasu. 
 
Note 23625 24010 72 4 
Note 23625 24360 67 1 
Note 23625 23800 51 3 
Příklad 6: Výstup program Streamer 
4.3.3 The Harmony Program 
Tento program provádí harmonickou analýzu skladby. Jako vstup předpokládá textový výstup 
programu Meter. Ukázkou výstupu viz Příklad 7. 
 
12005  x x x x x C             <E >                +        
12110  x         C             <  >                |        
12250  x x       C             <  >                |      
Příklad 7: Fragment z výstupu programu Harmony 
4.3.4 The Key Program 
Jak už název napovídá, jedná se o program k určování tóniny ve skladbě. Ideálním vstupem 
pro Key je výstup programu Harmony. Samotný Key opět umožňuje předání vlastního 
konfiguračního souboru a také více variant zobrazení výsledků. Důležitá je především 
schopnost určovat tóniny nejen globálně, ale i nejlepší variantu tóniny v lokálních částech 
skladby. Stejně tak se vypořádá se změnou globální tóniny v průběhu skladby. Standardním 
výstupem programu je prostý výpis tónin ve skladbě obsažených (viz Příklad 8). 
Textově rozsáhlejší, ale lepší variantou zobrazení je ta, v níž jsou obsaženy i informace 
o lokálních tóninách a další zajímavé informace. Hlavním nedostatkem klasického zobrazení je 
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především to, že sice zjistíme, jaké tóniny se ve skladbě vyskytují, ale v případě změny tóniny, 
nejsme ze zobrazení s to vyčíst, v jakém okamžiku ke změně došlo. 
 
Em Em Em Em Em G  G  G  G  G   
Em Em Em Em Em Em Em Em Em Em  
Em Em 
Příklad 8: Standardní výstup programu Key 
4.4 Meziaplikační výměna dat 
4.4.1 Využití technologie XML 
Informace a jejich efektivní zpracovávání mají dnes velice strategický význam. Rovněž v této 
práci je třeba počítat hned s několika typy dat. Proto zamyšlení se nad jejich formátem 
a způsobem zpracování byla věnována velká pozornost. Aby výměna dat mezi jednotlivými 
fázemi zpracování byla snadná, bylo pro tento účel použito technologie XML. Velkou oporou 
této volby byl fakt, že se jedná o otevřenou platformu. Snadno pak lze navržené dokumenty 
včetně dat v nich obsažených lehce zužitkovat i v dalších aplikacích, případně i jiných autorů.  
XML je jazyk, nebo chceme-li technologie, která vychází z rodiny značkovacích jazyků 
SGML. Za svou popularitu vděčí především své jednoduchosti a z ní vycházející velké 
programové podpoře. Jazyk byl vyvinut a standardizován konsorciem W3C a ač má přísnější 
syntaxi pro tvoření značek než např. HTML, nemá naopak určenou žádnou striktní sémantiku 
jednotlivých značek a samotné značky lze tvořit naprosto svobodně. Absence konkrétní značek 
umožňuje vytváření dokumentů pro nejrůznější účely a široké spektrum různorodých typů dat. 
Proto návrh vlastního typu dokumentů s vlastními značkami je záležitostí poměrně snadnou. 
Díky již zmíněné programové podpoře, je i následné parsování XML souboru úkolem rovněž 
lehkým. Ale i tento formát má své nevýhody. Hlavní výtkou tomuto způsobu výměny dat často 
bývá jeho možná nepřehlednost. V množství značek se ona požadovaná informace poměrně 
snadno ztratí. S tím souvisí i druhá nevýhoda formátu, a to jeho velikost. Právě množství značek 
má nepříznivý vliv na výslednou velikost XML souboru. Tento problém se v současnosti 
částečně řeší binární formou XML, což je různě komprimovaný původní XML soubor, čímž lze 
dosáhnout zmenšení dokumentu asi na desetinu původní velikosti. 
4.4.2 Zpracování výsledků nástrojů Melisma 
V kapitole 4.3 věnující se nástroji Melisma Music Analyzer bylo již popsáno, jaké nástroje 
Melisma nabízí a jak se s nimi pracuje. Nástroje jsou různě provázány a k spuštění některých z 
nástrojů je potřeba výsledků analýzy naopak jiných. K výměně dat je vždy použit nějaký 
jednoduchý textový formát, ve kterém jsou různě popsány analyzované skutečnosti. Mimo 
nástrojů Melisma, je uplatnění takového zobrazení hudebních dat velice těžkopádné. Přestože 
textově-grafická varianta je pro člověka velice názorná, jen těžko by se takový přístup hodil pro 
strojové zpracování.  
Toto však nebylo ani cílem výběru tohoto nástroje. Spíše než samotný přenos informací 
v takovém podivném formátu (verbose text apod.), nás zajímají data, která jsou jednotlivé 
nástroje schopny poskytnout. Síla jednotlivých nástrojů Melisma se projeví až po extrakci 
těchto dat. Snadno tak získáme textový popis hudebního MIDI souboru a to přesně těch 
zkoumaných veličin, které nás aktuálně zajímají. Aby přenos těchto dat byl co nejsnazší pro 
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další zpracování, byly jednotlivé veličiny převedeny do strukturovaného XML formátu. 
K tomuto účelu byl napsán v Perlu11 skript melisma2xml.pl, který celý převod zautomatizuje. 
Struktura XML dokumentu byla navržena takto: 
 
Obrázek 16: Struktura navrženého MelismaXML souboru 
Tento typ souboru budeme pro lepší orientaci nazývat souborem MelismaXML a bude 
obsahovat souhrnná data poskytnutá nástroji Melisma Music Analyzer.  
4.4.3 Soubor se seznamem trénovacích souborů 
Když už je valná část systému postavena na technologii XML, bylo i pro tak banální záležitost 
jakou je předání seznamu s přístupovými cestami k trénovacím souborům, použito taktéž XML 
standardu. Přestože ve výsledném programu je možnost předat informaci o cestách k souborům 
i formou argumentů při spuštění aplikace, bylo pro snadnější sepsání seznamu rozsáhlejších 
trénovacích databází implementováno i předání seznamu souborů formou XML. Pro jednodušší 
vytvoření takového souboru byl opět v Perlu napsán i podpůrný skript xmlFileList.pl. Ten zajistí 
sestavení souboru s příslušnými XML značkami. Jeho jednoduchá struktura má následující 
syntaxi: 
 
Obrázek 17: Struktura souboru cestami trénovacích souborů 
4.4.4 Uložení nabytých znalostí  
V této kapitole by teoreticky mohlo být popsáno uložení natrénovaných dat do nějakého 
souboru, protože to souvisí s daty a práci s nimi. Bylo by ovšem třeba značně předbíhat, jelikož 
skutečnosti související s uložením dat do nějakého souboru, přímo souvisí s tím, jaká metoda 
pro harmonizaci byla použita. Vystačíme si tedy zatím s konstatováním faktu, že pro uložení dat 
                                                             
11 Je skriptovací programovací jazyk, vytvořený jako náhrada AWK a interpretu sh 
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bude využito též XML přístupu. Konkrétní podrobnosti o struktuře a potřebách takového 
souboru zůstanou zatím nezodpovězeny a budou objasněny až na základě požadavků zvolené 
metody. 
4.4.5 Konfigurační soubor 
Výsledný harmonizační program je plánován jako pouhá konzolová aplikace, kterou lze snadno 
zakomponovat do nejrůznějších skriptů. Jedná se tedy o produkt bez nějakého vnitřního 
uživatelského rozhraní. Spouštění programu se předpokládá z příkazového řádku. Proto 
nejvhodnější způsob ovlivňující chování programu je konfigurační soubor. Přístup je inspirován 
přístupem nástrojů Melisma. Uživatel tak má možnost jednoduše ovlivnit parametry výstupu. 
Výsledný soubor je opět založen na XML. Přesný popis souboru (viz příloha B). 
4.5 MusicXML 
4.5.1 Proč právě MusicXML? 
V této předposlední kapitole věnující se datům používaných v systému, si popíšeme výstupní 
formát aplikace, dále jaké byly jiné možnosti a jaké byly požadavky na takovýto 
výstupní formát. Důraz bude kladen především na vysvětlení výhod zvoleného formátu a také 
jeho krátký popis.  
Při prozkoumávání možností, jak nejlépe výsledky systému uložit, padla nakonec volba na 
formát MusicXML. Jak již název napovídá, jedná se o implementaci XML na hudební data. 
MusicXML je o otevřený formát vyvinutý Recordare LLC v roce 2004. Hlavní požadavek byl 
kladen právě na otevřenost. Tím, že celá myšlenka uložení hudebních dat je založena na využití 
technologie XML, je požadavek otevřenosti implicitně splněn. Navíc se jedná o formát textový, 
proto jej lze snadno číst či transformovat pomocí prostředků pro zpracování textu (např. 
AWK12, Perl a další). Celý výsledek práce závisí pouze na správné interpretaci obsažených 
značek a jejich hodnot. Co jednotlivé značky znamenají, je možné zjistit ve specifikaci formátu13. 
Aktuální verze 2.0 je dostupná od června roku 2007. Přestože se jedná o poměrně nový formát, 
existuje již celá řada programů, které mají deklarovanou podporu tohoto formátu.  
Ve snaze o uložení hudebních dat jako XML není Recordare LLC sama. Sluší se říci, že 
existují i jiné standardy vycházející z XML. Mezi takovéto zástupce patří například formát 
s podobným názvem MusiXML. Je to rovněž plně standardizovaný formát, jehož vývoj byl 
orientován spíše pro publikování na webu. 
Samozřejmě se také nabízela možnost výsledky uložit zpětně jako binární SMF. Ovšem 
výše zmíněné výhody převážily a tato varianta nebyla do systému implicitně dána. Samozřejmě 
ale není problém MIDI soubor z MusicXML získat. K tomu účelu je vytvořena již široká 
programová podpora a také většina editorů přehrává hudební díla v MusicXML právě jako MIDI. 
Další zvažovanou alternativou byl LilyPond14. Což je automatický grafický systém pro sazbu 
hudebních dat. Principielně je velice podobný LeTeXu. Vytváří nádherné hudební listy s pomocí 
popisného souboru jako vstupu. Podporuje mnoho hudebních konstrukcí, včetně jmen akordů, 
notace bubnů, basového klíče, not, kytarových značek, moderních notací (skupinových 
poznámek a rytmických sdružení). Podporu textového jazyka LilyPond je možné integrovat do 
                                                             
12 Je počítačový jazyk, navržený pro zpracovávání textových dat 
13 Specifikaci je možné nalézt na stránkách http://www.musicxml.org/xml.html 
14 Domovská stránka projektu je na http://www.lilypond.org/ 
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LaTeXu, HTML a Texinfo, což nám umožní vkládání jednotlivých hudebních pojednání. 
Umožňuje vytvářet výstup ve formátu PDF, PostScript, SVG nebo TeX, stejně jako melodie 
v MIDI. LilyPond je odvozen od RoseGarden a GUI NoteEdit a umí importovat formáty ABC, 
ETF a MIDI (13).  
Tímto byly nastíněny základní možnosti pro uložení výstupu. Jako nejvhodnější 
alternativou pro uložení výstupu byl vybrán MusicXML. Zatímco MIDI je navrženo spíše pro 
přehrávání hudby a na notový zápis nebyl brán příliš ohled, u LilyPond je tomu přesně naopak, 
jelikož je příliš orientován na notový zápis. Takže z nabízených možností zbyly pouze standardy 
založené na XML. Větší rozšířenost a z toho plynoucí větší programová podpora byla hlavním 
argumentem pro MusicXML a to na úkor jiných hudebních XML či jiných formátů. 
4.5.2 Základy syntaxe formátu 
Úvodem je třeba říci, že možnosti formátu jsou velice rozsáhlé a snaží se popsat snad všechny 
způsoby používané v notových zápisech. Takže kromě klasických not, značek a symbolů, formát 
dále podporuje texty ve skladbách nebo také zvláštní formu zápisu perkusových nástrojů, stejně 
jako tabulaturový způsob zápisu. Poslední jmenovaný způsob zápisu je oblíbený především 
u kytaristů. Všechny tyto záležitosti jsou popsány ve specifikaci formátu, proto zde budou 
uvedeny pouhé základy syntaxe, jelikož v práci si vystačíme se znalostí jen několika málo 
obratů. Proto není třeba podrobně vysvětlovat celou normu a bude stačit pouhé nastínění 
syntaxe formátu. 
Jak již bylo mnohokrát řečeno, formát vychází ze syntaxe XML, takže z hlediska syntaxe 
pro něj platí stejná základní pravidla. Zápis je složen ze značek. Každá z nich má svou otevírací 
a uzavírací značku.  Dovnitř se píše hodnota značky. Jediná možná výjimka je konvence pro 
zkrácení značky v případě, že neobsahuje žádnou vnitřní hodnotu: 
<tag></tag> = <tag/> 
Značky v XML tvoří strom a mohou se libovolně zanořovat. Podmínkou je pouze to, aby byly 
všechny striktně otevřeny a uzavřeny. Každá otevírací značka může obsahovat libovolný počet 
atributů s hodnotami. Ta pak musí být vždy uzavřená do uvozovek. Vynechání uvozovek je 
nepřípustné a atribut značky vypadá vždy následovně: 
<tag key=”value”/> 
Pokud jsou atributy používány rozumně, velice zpřehledňují informace ve značkách jinak 
ztracené. Předchozí ukázku by bylo možné zapsat i bez atributů. Analogickým zápisem je tento 
tvar: 
<tag> 
  <key>value</key> 
</tag> 
Tímto byly ve zkratce popsány základy syntaxe XML. Nyní k samotnému MusicXML. 
Syntaxe je tedy stejná, pouze byla vytvořena určitá množina značek a atributů, kterým byla 
přiřazena sémantika. Kořenovou značkou je score-partwise. Což je ohraničení notového sešitu. 
V něm pak jsou nejdříve obecné META informace o sešitu, jako je jeho název, datum 
vzniku apod. Následuje část ohraničená značkou part-list. V ní je seznam stop, které se budou 
v sešitě vyskytovat. Stopám je přiřazena identifikace a to atributem id. Poté už může následovat 
samotná část pro stopu. Je ohraničená značkou part s identifikačním atributem id.  Nyní již 
téměř začíná zápis samotných hudebních dat. Na úvod je ale ještě nutné nadefinovat několik 
značek. Ty ale jsou už víceméně spjaty s hudbou, zapisují se do části attributes a jejich význam je 
v nastavení hudebních parametrů stopy.  
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Mezi takováto důležitá nastavení patří především značka divisions. Ta udává, jaký 
rozměr má čtvrťová nota v jednom taktu. Řekněme, že máme čtyřčtvrteční takt. Tedy do 
jednoho taktu lze zapsat čtyři čtvrťové noty. Pokud hodnotu divisions nastavíme na 2, znamená 
to, že rozměr taktu je 8. Takže v případě, že do taktu chceme zapsat celou notu, musíme její 
dobu trvání (duration) nastavit právě na hodnotu 8. Obdobně pro půlovou notu by hodnota 
odpovídala 4, pro čtvrťovou 2, pro osminovou 1. Je zřejmé, že menší notu šestnáctkovou se nám 
již jako celé číslo nepodaří zapsat. Dalším z úvodních nastavení jsou parametry týkající se 
notových linek.  Je třeba uvést jejich počet a pro každou z nich napsat, zda záznam bude veden 
v houslovém, basovém či jiném klíči. Z dalších nastavení je to například tónina (zda dur či moll), 
předznamenání, metrum, tempo apod. V případě tempa se dostáváme k jedné podstatné 
záležitosti. V MusicXML jsou značky hudebních elementů rozděleny do dvou skupin, na logické 
a grafické. Logické značky specifikují, jak se daný hudební element bude chovat při přehrávání. 
Mezi logické značky patří již zmiňovaná duration, která udává vnitřní časovou délku daného 
elementu, například noty. Naproti tomu značky grafické určují, jak bude daný element 
prezentován při zobrazení. Je tedy teoreticky možné, že vnitřní logické chování nějakého 
elementu bude rozdílné od informace, kterou získáme při zobrazení záznamu. Přesně tak tomu 
je i v případě duration či tempa, kdy je možné mít logickou a grafickou hodnotu nastavenou 
v rozdílném významu.  
 
Obrázek 18: Vlevo nový záznam a vpravo ukázka struktury MusicXML souboru 
Nyní už k samotnému zápisu tónů. Ty zapisujeme do taktů (measure) a podobně jako 
u stop, musíme u nich provádět identifikaci. V tomto případě je ale atributem number 
a hodnotou číslo taktu. Číslování taktu hraje klíčovou roli v momentě, kdy je v sešitě více stop. 
To umožňuje přehrávat stopy paralelně a příslušné takty jednotlivých stop se správně spárují. 
Ve značce taktu je už možné zadávat jednotlivé tóny. Ty mají značku note, která obsahuje 
spoustu dalších podznaček upřesňujících logickou a grafickou podobu daného tónu. Patří mezi 
ně například údaj o jménu tónu (step), oktávě (octave) či délce (duration). Dále třeba 
z grafických značek údaj o délce noty (type) a orientaci její nožičky (stem) apod. 
V předchozím textu již bylo naznačeno, že jednou z možností, jak vytvořit paralelně hrající 
tóny je vytvořit více oddělených stop. MusicXML však nabízí i možnost vytvořit paralelně 
znějící tóny v rámci jedné stopy. Slouží k tomu dvě speciální značky backup a forward. Fungují 
jako časové posuny v rámci jednoho taktu a to buď vzad, nebo vpřed. Do značek zapisovaný 
časový údaj duration má shodný význam jako v případě not.  Závěrem snad už jen toto. Aby 
 30
výčet základních používaných značek a obratů byl kompletní, budou uvedeny ještě dvě důležité. 
První z nich je značka rest, označující pauzu, a práce s ní je víceméně shodná s přístupem 
používaným pro zápis noty. Snad jen její možnosti dalších podznaček jsou menší. Poslední 
značkou je značka tie. Její nejčastější užití je v případě, že délka noty by přesahovala hranici 
taktu a zároveň chceme, aby zněla i v taktu následujícím. Hudebníci tuto záležitost zapisují jako 
oblouček, který spojí notu první s druhou. Druhá se pak nehraje a zní stále původní první nota. 
Odborně bývá tento pojem v hudební teorii označován jako ligatura. Značka tie je rovněž 
příkladem značky, která má svou logickou a grafickou část. Její zápis je nutný do obou not, které 
má spojovat. Důležitá je také poznámka k jejímu atributu type, ve kterém se uvádí, zda se jedná 
o začátek spojovacího obloučku (start) nebo zda je to právě konec (stop). 
4.5.3 Přehrávače a editory 
Existuje nespočet programů, které MusicXML podporují. Ovšem většina z nich je komerčního 
charakteru. Existují však výjimky a jsou poměrně kvalitní. Mezi takovéto výjimky patří 
i freeware program MuseScore15. Ten je distribuován pod licencí GNU GPL16 jako velice 
vydařený WYSIWYG17 nástroj pro komponování a přehrávání skladeb respektive notových 
záznamů nejen v MusicXML. Umí toho mnoho. Noty lze zadávat pomocí myši, klávesnice či MIDI. 
Výsledek vizuálně vypadá jako reálný notový sešit. Rovněž podporuje vícehlasé kompozice a má 
v sobě integrován syntezátor, jenž umožňuje skladby přímo v editoru přehrát. Zajímavá je 
i vícejazyčná podpora asi 15 světových jazyků. Bohužel čeština mezi nimi chybí, což ovšem není 
nijak zásadní nedostatek. Závažnějším je fakt, že program je poměrně nestabilní. Zvláště 
některé obraty v MusicXML mu dělají zatím problémy a hlavně v editačním režimu často 
havaruje. 
V případě, že si vystačíme s pouhým přehrávání MusicXML souborů, je zde možnost 
využít mnohem stabilnějšího a celkově vydařenějšího produktu Melody Player18. Jedná se 
o freeware software, který slouží jako přehrávač různých hudebních formátů.  Stejně jako 
MuseScore poskytuje rovněž kvalitní grafický výstup. Přehrávač umožňuje vytváření playlistů 
a na rozdíl od výše uvedeného programu, netrpí téměř žádnými výkyvy stability. Pro tuto práci 
byl ideálním řešením, protože bylo vyžadováno pouhé přehrávání výsledků.  
4.6 Práce s daty a datovými formáty 
Nyní jsou již popsány všechny formáty, se kterými systém má pracovat. Tedy vstupním 
formátem je v systému MIDI soubor a výstupem je textový soubor MusicXML. Jak již bylo 
napsáno, i ten lze jako MIDI přehrávat, případně na SMF konvertovat. Nyní si vysvětlíme, co se 
děje s daty v jednotlivých fázích zpracování a jak jednotlivé formáty se sebou souvisí. Pro 
vysvětlení vazeb v systému používaných je třeba již nyní vysvětlit, že systém pracuje ve dvou 
režimech. Prvním z nich je režim učení. V něm se systém snaží naučit harmonizační pravidla. 
Výsledkem je pak XML s naučenými pravidly. Druhý režim je harmonizační. Ten již předpokládá 
na vstupu právě XML soubor s naučenými pravidly a melodií, kterou je třeba zharmonizovat. 
Výsledek je pak zharmonizovaná melodie v kýženém formátu MusicXML. 
                                                             
15 Aktuální verze je dostupná k volnému stažení na stránkách výrobce http://www.musescore.org/ 
16 Kompletní znění licence je možné nalézt na http://www.gnu.org/copyleft/gpl.html 
17 Tato zkratka obecně označuje způsob editace dokumentů na počítači, při kterém je verze zobrazená na 
obrazovce vzhledově totožná s výslednou verzí dokumentu 
18 Domovská stránka programu je http://www.myriad-online.com/en/products/melodyplayer.htm 
 31
Nyní podrobněji k prvnímu režimu. Jeho úkolem je tedy ze sbírky MIDI souborů vytvořit 
harmonizační XML soubor. Pro jeho vytvoření je nejdříve nutno pracovat s textovými výstupy 
Melisma Music Analyzer. Zde jsou různě přesměrovávána výstupní data určitého nástroje na 
vstup jiného. Každý z těchto programů má svůj specifický textový výstup. Pro vytvoření 
příslušného strukturovaného souboru MelismaXML (viz kapitola 4.4.2) je zapotřebí datových 
výstupu nástrojů - Streamer, Harmony a Key. Když jsou všechny trénovací soubory převedeny 
do vnitřního meziaplikačního formátu MelismaXML, je možné vytvořit jejich seznam. K tomuto 
účelu bude použit jednoduchý XML soubor (viz kapitola 4.4.3). Posledním krokem je 
vygenerování XML souboru s naučenými pravidly. Tímto jsou popsány datové souvislosti 
prvního režimu. Schéma toho režimu vypadá takto: 
 
 
Obrázek 19: Diagram popisující datový tok v režimu učení 
Harmonizační režim má s předešlým mnoho společného. Především začátek, kdy systém 
pracuje s nástroji Melisma, je naprosto shodný. Rovněž z MIDI souboru s melodií určenou 
k harmonizaci je taktéž vygenerována její MelismaXML reprezentace. K tomuto výsledku stačí 
již přiložit jen výstup prvního režimu, tedy soubor s naučenými pravidly a dostáváme se do 
závěrečné fáze práce s daty a datovými formáty. Nyní je totiž vygenerován výstupní MusicXML 
soubor, který obsahuje harmonizovanou vstupní melodii na základě pravidel předaných 
harmonizačnímu programu. Lepší orientaci poskytne následující obrázek. 
 
 
Obrázek 20: Diagram popisující harmonizační režim 
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5. Harmonizace pomocí LZW slovníku 
5.1 Návrh 
Jak přibližně by aplikace měla fungovat, již bylo částečně nastíněno v kapitole věnující se datům 
(viz kapitola 4.6). V předcházející kapitole již byl nastíněn základní princip činnosti.  Nyní však 
podrobněji k celému návrhu. Cílem systému je přiřazení dalších harmonických hlasů k původní 
melodii. Takže klíčovou otázkou je zvolení metody, jejímž prostřednictvím se harmonizační 
postupy naučíme. V této práci bude vyzkoušen slovníkový princip a jeho použití na harmonizaci 
melodie.  Inspirací byla metoda Incremental Parsing (viz kapitola 3.4). Její základ je 
v kompresním algoritmu LZW, který postupně vytváří slovník motivů z komprimovaného 
souboru. Výsledkem komprese je slovník motivů a seznam indexů na motivy, kterým je dán 
původní obsah souboru. Je jasné, že velikost souboru se sníží jen za předpokladu, že se 
v souboru vyskytují stejné motivy. V hudbě se stejné motivy zřejmě objevují. Je totiž složena 
z poměrně malé škály symbolů. V případě redukce vstupních dat na pouhé tóny se rozsah ještě 
menší. Co nastane v případě, že u tónů nebude bráno v úvahu jejich umístění v rámci oktáv? 
V tomto případě dojde k redukci vstupu do škály dvanácti půltónů. Tento předpoklad slibuje 
užití principu LZW. Využit však bude pouze LZW princip tvorby slovníku. Komprimační 
indexová část nebude potřebná, alespoň ne při vytváření slovníku.   
5.1.1 Tvorba slovníku 
Pro vytvoření slovníku jsou nezbytná trénovací data ve formátu MelismaXML. V něm 
jsou tóny vstupního souboru rozděleny na tóny melodie a ostatní tóny. V první fázi je proto 
nutné tóny vzájemně spárovat. Což znamená podle času přiřadit tónům melodie její souznící 
protějšky. Jakmile je toto rozřazení hotovo, je možné přejít do druhé fáze. Takže v tuto chvíli již 
víme jaký tón (případně tóny) ladí v daném časovém okamžiku s tónem melodie. Tím se vytvoří 
pevná vazba mezi melodií a dalšími hlasy.  Proto je možné přistoupit k dalšímu kroku, v němž 
v melodické lince budeme postupně vytvářet jednotlivé motivy. V případě, že se daný motiv ve 
slovníku ještě nenachází, bude posléze do slovníku přidán. Tím se bude postupně rozšiřovat a 
zvětšovat bohatost motivů. V případě opakování motivu může nastat situace, kdy jednotlivé 
tóny melodie jsou zharmonizovány jiným způsobem. Proto do slovníku se už samotný 
melodický motiv přidávat nemusí, pouze se přidají alternativy pro rozdílné tóny v dalších 
hlasech. Naopak v případě, že stejný tón ve stejném melodickém motivu byl v daném hlase 
shodný s hodnotou ve slovníku, inkrementuje se pouze hodnota jeho výskytu ve slovníku. Tím 
se vytváří i jakási statistika výskytů alternativ k danému melodickému tónu v motivu. Takto by 
se dala stručně popsat základní práce se slovníkem v režimu učení. 
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5.1.2 Harmonizace na základě slovníkových dat 
Opačný harmonizační režim vytváří k vstupní jednohlasé melodii další hlasy. K tomu je 
zapotřebí dvou vstupů. Prvním je vstupní melodie převedená do MelismaXML. Druhým pak je 
soubor se slovníkem. Úkolem aplikace je ve vstupní melodii najít vždy co nejvhodnější motiv ze 
slovníku. Hodnocení vhodnosti daného motivu je asi nejlepší z pohledu délky. Ke každému 
motivu ve slovníku se přistupuje pomocí indexu. Jakmile je ze slovníku vybrán vyhovující motiv 
odpovídající například prvním několika tónům vstupní melodie, je potřeba si uložit jeho index 
ze slovníku. Tím vznikne jakási posloupnost indexů do motivů ve slovníku, která nám popíše 
vstupní melodii. Nyní je třeba pouze prozkoumat, jaké motivy byly vybrány. V nich jsou totiž 
uloženy harmonizační tóny ostatních hlasů. Zbývá vybrat vhodné alternativy a můžeme 
generovat výstup. 
5.2 Tvorba systému 
Postup popsaný v návrhu systému vypadá poměrně jednoduše a přímočaře. Realita je však 
poněkud jiná a v implementaci takového návrhu jsou jisté nedostatky. Výčet těchto nedostatků 
a možné vypořádání se s nimi objasní následující kapitola. Ne všechny byly vyřešeny optimálně, 
tudíž prostor pro inovaci v práci zůstává. Tyto záležitosti budou probrány, ale až posléze. 
Nejdříve trochu podrobněji k samotné implementaci, respektive k celému systému a jeho 
struktuře. Protože jednotlivé nástroje Melisma fungují jako pouhé konzolové aplikace, bylo této 
skutečnosti využito k zapouzdření celého systému do skriptů. Stačilo, aby výsledná 
harmonizační aplikace byla také konzolového charakteru. Tento přístup umožňuje kombinovat 
různé programátorské jazyky či přístupy, které jsou na závěr pomocí skriptu spojeny v jeden 
funkční celek. Tím je dosaženo jisté efektivity práce. Například pro vytváření souboru byl 
s výhodou použit programovací jazyk Perl. Disponuje totiž výbornou podporou pro úpravu 
textu. Proto byl Perl téměř ideálním řešením pro vytvoření MelismaXML souborů. Textový 
výstup jednotlivých nástrojů Melisma se zkrátka pomocí programu v Perlu transformoval do 
jiné textové podoby, vycházející z XML, tedy MelismaXML. Stejně tak bylo využito Perl pro 
sestavení souboru obsahujícího seznam MelismaXML pro režim učení. Samotná aplikace pro 
harmonizaci je taktéž konzolového typu. Je napsána v jazyku C# .NET. Do výsledného systému 
jsou tak opravdu zakomponována, různá hotová řešení (Melisma) i různé technologie (cmd19, 
Perl, C# .NET). Jejich propojením, ale vznikl funkční celek. 
 
 
Obrázek 21: Principielní pohled na fungování navrženého systému v režimu učení (horní obrázek) 
 a harmonizačním režimu (dolní obrázek) z pohledu procesů a použitý technologii. 
                                                             
19 CMD je shell v operačním systém Microsoft Windows, přístupný přes příkazovou řádku 
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5.2.1 Implementace 
Jak již bylo zmíněno, program v C# .NET je vytvořen jako prostá konzolová aplikace, kterou si 
teď blíže popíšeme. Při vytváření aplikace bylo použito objektově-orientovaného 
programátorského přístupu a bylo vytvořeno několik tříd, které implementují věci popsané 
v návrhu. Aplikace je rozdělena do tří hlavních častí – hudební, trénovací (režim učení) 
a harmonizační.  
Hudební část vytváří podporu pro elementární popis hudby. Takže především je v ní 
implementována třída pro tón (tone). Je to základní objekt nesoucí hudební informace, jako jsou 
výška tónu, jeho délka, tónina a další. Třída pro uložení tónů melodie (melodyTone) vznikla 
rozšířením původní třídy pro tón. K určitému tónu s melodií se mohou vázat další tóny, které 
jsou důležité pro určení harmonie. Skládáním tonů melodie vznikají hudební motivy. Pro jejich 
uložení a práci s nimi je v hudební časti rovněž vytvořena objektová podpora (motif). Třídy jsou 
napsány poměrně obecně, takže mohou mít uplatnění i při použití na jiná řešení.  
Další dvě části jsou již přímo spjaty s použitou slovníkovou metodou. Trénovací část 
obsahuje především třídu pro slovník (dic) a dále třídu implementující samotný způsob 
učení (learn). Ve třídě je hlavně vytvořena metoda pro hledání motivů inspirovaná 
algoritmem LZW. Nalezené motivy jsou pak vkládány do slovníku, který je uložen na disk jako 
XML soubor a znalosti v něm obsažené jsou pak využívány při harmonizaci. Samotná 
harmonizační část je už poměrně prostá. Obsahuje pouze jednu třídu pro harmonizaci 
(harmonising). Ta zahrnuje v podstatě pouze algoritmus, který na základě dodaného souboru 
s natrénovanými daty vstupní melodii nějakým způsobem zharmonizuje. Kromě této stěžejní 
části je ve třídě implementována hlavně podpora pro prezentaci výsledku harmonizace. 
Výsledek harmonizace je možné exportovat do formátu MusicXML a jeho vytvoření je také 
zajištěno v části harmonizační. Přehledný kompletní diagram tříd a objektů je k nahlédnutí 
v přílohách této práce (viz Příloha A) 
5.2.2 Problém rytmu a jeho zpětné kódování 
Zvolený způsob řešení s využitím nástrojů Melisma vnáší do systému jisté překážky. Přes 
nesporné výhody, které nástroje Melisma do systému přinášejí, má její užití i negativní dopady. 
Jedním z nich je i problém rytmu. Vstupní skladba v SMF, je totiž rozkouskována na řadu tónů 
daných pouze časem a výškou. Jsou tak bohužel ztraceny důležité informace o délce not 
z hlediska hudební teorie a také informace o taktech. Aby bylo možné rytmus zpětně do melodie 
zanést bylo nutné vytvořit nějaký algoritmus, který zpětně ohodnocení délek jednotlivých 
not vytvoří.  
Při časové analýze délek not bylo zjištěno, že stejně dlouhé noty (z pohledu značky 
v notovém sešitě – např. nota čtvrťová, půlová atd.) nemají shodný čas trvání v časové analýze, 
kterou poskytla Melisma. Rozdíly však znemožnily jednoduché přepočtení. Tím se zpětné určení 
délek zkomplikovalo. Při řešení problému s délkami, bylo uvažováno následovně: V hudební 
teorii jsou základní délky not určitým způsobem odvozeny od noty předchozí. Nejčastěji tak, že 
jejich délka se rovná buď dvojnásobku noty nižší, nebo naopak polovině noty vyšší. Jde o 
jednoduchý princip, kdy dochází k neustálému půlení délky not, stejně jako u zlomků. Takže 
nota celá obsahuje, dvě noty půlové, půlová dvě noty čtvrťové atp. Pro kódování této délky se 
pak výborně hodí mocniny čísla 2. Číselná hodnota pro čtvrťovou notu bude například 128, 
tedy 2O. Délka půlové noty pak bude 256, což je 2a. Analogicky se vytvoří i další délky not, třeba 
nižší nota osminová bude dána hodnotou 64, tedy 2S atp. Je jasné, že v tomto případě dochází 
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k zjednodušení, jelikož nejsou brány v úvahu trioly, ligatury nebo prosté prodlužování not 
pomocí teček. 
I když přijmeme takové zjednodušení, stále bez znalosti délky taktu, nejsme schopni 
správně přiřadit délky not k tónům. Proto bude třeba k problému přistoupit trochu kreativněji 
a základní délku nějakým způsobem určit. V MIDI je za základ pro určení tempa vybrána nota 
čtvrťová. Učiníme-li předpoklad, že čtvrťová nota tvoří notu, která se ve skladbách jako základ 
rytmiky využívá nejčastěji, můžeme jí položit i jako základ při řešení problému zpětného 
rozpoznávání délky not. Jak ale určit ze škály délek vyskytujících se ve skladbě, kterou délku 
označit za čtvrťovou notu? Jako řešení byl zvolen, následující postup: Ze seznamu všech délek 
se určí medián. Notě o této délce je pak přiřazena délka 128 a tvoří tak základ pro výpočet délek 
ostatních not. Jejich délky jsou posléze určeny na základě poměru k základu a tvoří mocniny 
dvou. Při určování poměru pochopitelně dochází k vhodnému zaokrouhlování. 
 
 
Obrázek 22: Příklady přepočtených délek not  
Komplikace se zpětným přepočítáváním délek jistě vnáší do systému určitou nepřesnost. 
Má však i jistou výhodu, kvůli které byla též implementována. Systém totiž pracuje se dvěma 
oddělenými slovníky. První již by objasněn,  slouží k vytváření slovníku melodických motivů 
s příslušnými harmonickými tóny. V systému je však implementován ještě další slovník, který 
slouží k vytváření rytmických motivů. Funguje prakticky úplně stejně. V hlase s melodií si všímá 
pouze rytmiky a to na základě přepočtených délek not podle výše uvedené metody. S délkou 
noty v melodii je zaznamenána i rytmika v dalších hlasech analyzované skladby. Tím vzniká 
slovník rytmických motivů dalších hlasů vázáných na rytmický motiv v melodii. Efektem tohoto 
přepočítávání je velice zajímavá vlastnost. Rytmika totiž není vázána na její původní absolutní 
hodnotu, ale na relativní metriku implementované metody. Proto mohou být ekvivalentní i dva 
rytmy, které se sice na první pohled v notových zápisech liší, ale vlastně popisují podobnou 
rytmickou myšlenku, jen zapsanou v  jiném tempu (viz Obrázek 23).  
 
Obrázek 23: Příklad v principu podobné rytmické myšlenky 
5.2.3 Transpozice tónin 
Stejně jako se říká, že není možné míchat hrušky s jablky, není možné míchat ani tóniny mezi 
sebou. Proto veškeré operace v systému jsou prováděny ve stejné tónině. V systému toto 
umožní implementování transpozicí mezi tóninami. Informace o tom, v jaké tónině je daná 
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skladba, respektive každý tón, nám poskytuje Melisma a tato informace je součástí 
i MelismaXML souboru. Poskytnuty jsou informace o lokální a globální tónině. Lokální tóninou 
se myslí, nejlepší možnost tóniny pro malý časový úsek. Globální tónina je pak jakýmsi 
vyhodnocením těchto dílčích úseků, díky nimž je určena jediná tónina delších úseků. Jedna 
tónina pak často tvoří i celou skladbu. Tím, že informace o tónině se vztahuje na každý tón 
zvlášť, je ošetřena situace, kdy v průběhu skladby dojde ke změně tóniny. K převodům tónů 
bylo použito principu kvartového kruhu, jenž byl již popsán (viz kapitola 2.4). Tímto způsobem 
bylo dosaženo konzistentního obsahu ve slovníku a jeho vztahu k harmonizované melodii. 
V případě, že tónina skladby nebyla rozpoznána, neměla by být součástí slovníku. 
5.3 Výsledky 
V této kapitole budou prezentovány výsledky systému a zároveň bude provedena diskuze nad 
některými provedenými experimenty. Ukázky zde uvedené budou ovšem jen velice stručné. 
Delší skladby, respektive zharmonizované melodie, jsou dány do příloh práce (viz Příloha C), 
z důvodu úspory prostoru při výkladu.  
Než přejdeme ke konkrétním příkladům, podívejme se na výsledky z poněkud 
obecnějšího hlediska. Výsledky samotné harmonizace melodie nejsou špatné a slovníkový 
přístup fungoval překvapivě dobře. Drobné nesrovnalosti by se našly, ale víceméně lze 
konstatovat, že systém v tomto ohledu funguje poměrně spolehlivě. Harmonie je ve většině 
případů dosaženo. Menších úspěchů bylo dosaženo v rytmické stránce skladeb. 
Implementovaný systém zpětného přepočítávání způsobuje problémy, protože dochází 
k deformaci i původního rytmu melodie. Kdybychom rytmický model vůbec neimplementovali a 
řídili se pouze rytmem původní skladby, k deformaci rytmu by nedošlo. Délka not 
v harmonických hlasech by byla striktně odvozena od délky tónu v melodii. V jednotlivých 
hlasech by se učilo pouze použití konkrétního tónu. Z harmonického hlediska by bylo vše 
v pořádku, pouze tento model působil poněkud strojově. Výsledkem byly v podstatě akordy ve 
striktním rytmu melodie. Proto rytmický model je nutný, ač není dokonalý a je v něm prostor 
pro další vývoj. 
5.3.1 Harmonie podle J. S. Bacha 
Nyní si popíšeme první z experimentů, kterým zároveň demonstrujeme relativní úspěšnost 
harmonizace. Experiment spočíval ve vytržení jedné skladby z používané množiny trénovacích 
souborů se skladbami Johanna Sebastiana Bacha. Při trénování systému pak zvolená skladba 
chyběla, takže ani ve slovníku není zahrnut žádný přímý motiv z této skladby. Poté byly 
z vybrané skladby odstraněny ostatní hlasy, tedy zbyla pouze melodie. Nyní jsme mohli 
přistoupit k pokusu o harmonizaci takovéto melodie a porovnat výsledek s původním 
souborem, jak jej zkomponoval Johann Sebastian Bach.  
Obrázek 24 je částí tohoto experimentu20. Výsledek popisuje první tři takty vybrané 
skladby. Vrchní část obrázku je originální soubor, zatímco v dolní části je výstup 
z harmonizačního programu. Protože z harmonizačního programu, je rytmická část trochu 
deformována, bylo kvůli přehlednosti přistoupeno k očíslování jednotlivých tónů v melodii. 
Dále do obrázku byl zanesen i textový popis každého tónu a to ve všech hlasech, nejen v hlavní 
                                                             
20 Vyloučeným souborem byl bch001.mid. Tónina výstupního souboru byla nastavena stejně jako tónina 
originálního souboru, tedy A dur, základ pro čtvrťovou notu bylo 64 a všechny tóny byly nastaveny, aby 
se ve výstupní MusicXML souboru rozložily do oktávy č. 4 
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vrchní melodie. Při porovnávání není rozlišováno umístění tónu v rámci oktáv21. Rovněž bylo 
provedeno barevné označení výsledků. Červená označuje rozdílný nebo chybějící tón. 
Skutečnost, že nějaký tón ve výsledku chybí, je naznačena znakem otazníku. Zelenou barvou 
jsou označeny tóny, které jsou shodné s originálem, ale jsou umístěny v jiném hlase. To 
znamená, že harmonie byla stanovena stejně, pouze dochází k jinému rozprostření tónů v rámci 
umístění do jednotlivých hlasů. Pomineme-li rytmiku a budeme si všímat pouze harmonie, 
z analýzy výsledku pak vyplývá, že se podařilo dosáhnout velice podobné harmonizace jako 
v případě originálu a to bez explicitní znalosti tohoto souboru. Došlo maximálně k prohození 
tónu v rámci umístění v hlasech (naznačeno zelenou barvou), což není v rámci harmonie žádná 
podstatná chyba. Překvapivě nebyl vybrán žádný vyloženě rozdílný tón oproti originálu. Avšak 
celkem v pěti případech tón zcela chyběl. Tudíž nebyl vůbec vybrán. Tuto vadu zřejmě 
způsobuje právě špatné určení rytmu, případně chybné přiřazení pomlky. Nicméně se 
samotnou harmonizační prací metody můžeme být v tomto případě spokojeni.  
 
Obrázek 24: Srovnání harmonizace vytvořené pomocí slovníku s originální Bachovou harmonizaci (nahoře) 
5.3.2 Bachova harmonie v populární hudbě 
Další z provedených experimentů je velice přímočarý. Co se stane v případě, že aplikujeme 
naučenou Bachovu harmonii na melodii, která nemá původ v klasické hudbě? Třeba na 
průvodní melodii muzikálu Jesus Christ Superstar. Teoreticky by výsledek měl znít tak, jak by 
zbylé hlasy k melodii přidal sám mistr. Tento výsledek se ale poněkud těžko posuzuje. Je jasné, 
že systém nemá schopnost nějakého inteligentního tvůrčího myšlení v čase, jaké má člověk. 
Takže následující příklad harmonizace melodie je třeba brát s nadhledem. K výsledku této 
harmonizace snad jen poznámka k jednomu chování navrženého systému. Ve výsledném 
programu, lze volně definovat umístění tónů jednotlivých hlasů do oktáv, což čas od času 
                                                             
21 V jakých oktávách se mají tóny jednotlivých hlasů generovat, lze v harmonizačním programu snadno 
ovlivnit pomocí konfiguračního souboru (viz Příloha B)  
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způsobí, že původní melodie může trochu ztratit původní charakter. Myšleno z pohledu 
umístění tónu, třeba i jen jednoho tónu, v rámci oktáv. Obrázek 25 má pravděpodobně 
správnější umístění tónu v rámci melodie naznačeno barevně. Řešení toto problému je však 
velice jednoduché. Jedním z řešení je možnost, že se nebude striktně dbát na umístění tónu 
v rámci oktáv a jeho umístění bude dáno na základě vstupní melodie. Náročnější alternativou 
pak rovněž může být i intervalový zápis melodie, jak jej používá (1). V ukázce pak je ještě 
ve vytvořeném hlasu jedna disharmonie, která je rovněž barevně rozlišená. Doplněný tón C se 
asi do zmíněného místa příliš nehodí, pokud ovšem malá disharmonie není autorský záměr.  
 
Obrázek 25: Průvodní melodie z muzikálu Jesus Christ Superstar,  
doplněná o jeden hlas z oblasti basových tónů 
5.3.3 Malá a nekonzistentní trénovací množina 
Posledním z prezentovaných výsledků bude situace, v níž se systému poskytnou poněkud 
nesourodější trénovací data. Tím je myšleno zkusit natrénovat harmonii z naprosto 
nekonzistentní množiny skladeb a poté diskutovat dosažené výsledky. Nejdříve, aby výsledky 
bylo vůbec možné nějak porovnávat, bude k harmonizaci použita stejná melodie jako v kapitole 
5.3.1. K trénování už ale byly použity nejrůznější skladby, převážně z klasické hudby (seznam 
použitých skladeb viz příloha D). Vytvořený slovník byl ale 20x menší, přičemž k trénování bylo 
použito 7x méně skladeb než v případě velkého slovníku s Bachovými motivy. Zajímavostí bylo, 
že četnost některých motivů byla větší. Obrázek 26 je samotným výsledkem harmonizace 
původní Bachovy melodie, ale s jiným slovníkem. V ukázce jsou použity pouze první tři takty. Již 
na první pohled jsou zřejmé časté pomlky, tedy neschopnost metody najít ve slovníku vhodný 
tón. V prvních třech taktech se v podstatě povedlo doplnit pouze několik tónů do prvního hlasu. 
Na ukázce lze vypozorovat i další jevy. U čtvrtého tónu E, byl do prvního hlasu přiřazen zcela 
odlišný tón, než se vyskytoval v původní Bachově skladbě nebo po harmonizaci ze slovníku 
vytvořeného pouze z Bachových skladeb. Mírně odlišný je i vytvořený rytmus v dalších hlasech. 
 
Obrázek 26: Harmonizace bachovy melodie s malým nekonzistentním slovníkem 
To že bohatost slovníku a jeho konzistence má v této metodě klíčový vliv na výsledek bude ještě 
jednou demonstrováno na následující ukázce (viz Obrázek 27 a Obrázek 28). V ukázce jsou opět 
pouze úvodní tři takty, ovšem tentokrát byly do obrázků doplněny názvy vytvořených akordů 
(odvození jejich názvů viz kapitola 2.3). Na první pohled si můžeme všimnout, že větší slovník 
byl úspěšnější. Zajímavostí zůstává fakt, že menší slovník doplnil akord právě tam, kde velký 
slovník selhal. Viditelný je opět rozdílný akord v druhém taktu. Kromě akordů byly k melodii 
doplněny i dílčí souzvuky. V případě velkého slovníku jsou v ukázce vidět dva, v případě malého 
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pouze jeden a to na konci třetího taktu. Samozřejmě v rámci celé skladby bylo těchto dílčích 
souzvuků mnohem více. Skladba byla generována do tóniny A dur, přičemž stejným akordem 
výsledná harmonizace začíná. Shoda tóniny s úvodním akordem, bývá v praxi dost častým 
jevem. 
 
Obrázek 27: První tři takty po harmonizaci s použitím velkého slovníku s čistě bachovymi motivy 
 
Obrázek 28: První tři takty po harmonizaci s použitím malého slovníku 
5.3.4 Zhodnocení výsledků harmonizace 
Provedené experimenty dokazují, že navržená slovníková metoda inspirovaná algoritmem LZW 
a postavená na technologii XML je z hlediska harmonizace poměrně úspěšná. Systém nevytvořil 
pouhé zharmonizované melodie, ale v harmoniích byl dokonce rozpoznatelný i autorský 
rukopis. Zároveň i spojení několika technologií, se ve výsledku může označit jako zdařilé. 
Systém se čas od času dopustil drobné disharmonie, ale při použití kvalitního slovníku byl ve 
valné většině případů úspěšný. Do systému by se samozřejmě mohl implementovat jakýsi 
harmonizační filtr, které by případné disharmonie zcela eliminoval. Vytvoření takového filtru 
není příliš náročné. Hudební teorie v tomto ohledu poskytuje jednoduchý návod, které tónové 






Cílem práce bylo naučit se principy harmonizace z dodané sady příkladů, tedy na základě 
množiny trénovacích dat. V případě, že budeme hodnotit pouze samotnou harmonizaci, systém 
dopadl dobře. Jestliže máme k dispozici dostatečně velkou a konzistentní množinu trénovacích 
dat, lze i pomocí jednoduché metody, jakou slovníková metoda založená na LZW bezesporu je, 
dosáhnout kvalitních výsledků. Je k tomu ale potřeba trochu hudební zručnosti zvlášť při práci 
s různými tóninami.  
Rytmický model už ale takových pozitivních výsledků nedosáhl. Problém však 
pravděpodobně není v samotném modelu, jako spíš v nevhodně zvolené metodě pro 
přepočítávání časů z výstupu. V tomto ohledu je určitě prostor pro další vývoj. Stejně tak 
i zvolenou slovníkovou metodu lze vylepšit o další principy. Jistě zajímavým způsobem 
modifikace systému je uplatnění přístupu pomocí PST. Tím jak je implementovaný systém 
navržen, má k tomuto přístupu nejblíže. Zvlášť zajímavý je princip omezení délky motivu. Do 
slovníku by se tak nezanášely zbytečně dlouhé motivy, jejichž výskyt je jen málo 
pravděpodobný. Důsledkem by naopak pravděpodobně bylo opakování některých motivů, které 
by přinášely nové možnosti harmonizace a lepší statistiku jejich četnosti. Dá se předpokládat, 
že by se díky těmto informacím na slovníku více podepsal autorský přístup.  
Jako implicitní výstupní hudební formát systému byl zvolen textový formát MusicXML. Ten 
je zatím stále ve vývoji, a ač není zatím příliš rozšířený, do budoucna se z něj může stát poměrně 
zajímavá univerzální výměnná platforma. Informace o MusicXML a jeho stručná propagace pak 
je také dílčím, i když vedlejším, přínosem této práce. Při práci bylo rovněž využito sady nástrojů 
Melisma Music Analyzer, která posloužila k analýze hudebních dat ve formátu SMF. Krátké 
seznámení s použitými nástroji je také součástí této práce a může posloužit jiným řešitelům 
jako stručný úvod k jednotlivým nástrojům.  
K uchování dat v systému a jejich výměně mezi aplikacemi bylo použito XML. Toto řešení 
bylo shledáno jako nejvhodnější a poměrně se osvědčilo. Jako hlavní implementační jazyk byla 
použita technologie C# .NET, v němž je práce s XML značně podporována. Všechna vytvořená 
data byla uložena právě v XML formátu a lze je tak jistě teoreticky využít i k docela rozdílným 
účelům. 
Stejně tak i v případě dalšího vývoje lze poznatků z této práce využít nejen v oblasti 
automatické harmonizace melodie, ale například i v prácích zabývajících se tvorbou nových 
melodií imitujících autorský styl. Snaha o formalizaci myšlenkových procesů velkých mistrů, 
nejen z oblasti hudby, nikdy nepřestane a to přestože známý německý skladatel Ludwig 
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B  Příloha 
Konfigurační soubor 
Nastavením konfiguračního souboru jsme schopni ovlivnit výsledek harmonizace. Mezi důležitá 
nastavení patří především tato: 
• filename – jméno výstupního souboru 
• tempo – nastavení tempa 
• base – určení základu pro čtvrťovou notu, jako hodnota je předpokládána nějaká 
mocnina čísla 2 (např. 32, 64, 128 atp.) 
• voices – počet hlasů přidávaných k harmonizované melodii 
• key – tónina zharmonizované skladby 
• octave – umístění jednotlivých hlasů do oktáv 
 
<?xml version="1.0" encoding="utf-8" ?> 
<config> 
  <learning> 
    <filename>learnt</filename> 
  </learning> 
  <harmonising> 
    <filename>output</filename> 
    <tempo>120</tempo> 
    <base>128</base> 
    <voices>3</voices> 
    <key>A</key> 
    <octave> 
      <melody>5</melody> 
      <voice1>3</voice1> 
      <voice2>4</voice2> 
      <voice3>4</voice3> 
    </octave>       




C  Příloha 
Harmonizované skladby 
bch001.mid 











První notový záznam je původní melodie, druhý je pak výsledek harmonizace z velkého 
slovníku s Bachovou harmonií. Základ pro čtvrťovou notu bylo zvoleno 128, cílovou tóninou 









První notový záznam je původní melodie skupiny „2 Unlimited“, takže tentokrát žádná klasická 
hudba, ale taneční skladba „No limit“ z diskoték 90. let. Druhý záznam je opět výsledek 
harmonizace z velkého slovníku s Bachovou harmonií. Jako základ pro čtvrťovou notu bylo 
zvoleno 128, cílovou tóninou E moll, melodie byla umístěná do oktávy 5, zatímco zbylé tři hlasy 






Seznam použitých trénovacích souborů 
Pro vytvoření menšího a zároveň poněkud méně konzistentního slovníku, byly použity tyto 
soubory k natrénování: 
 
bach.cmafug.mid 
bach.cmainv.q.mid 
bach.cmaprel.q.mid 
bach.cmiinv.q.mid 
bach.cmimin.q.mid 
bach.csmafug.mid 
bach.csmifug.mid 
bach.emamin.p.mid 
bach.emamin.q.mid 
bach.gmagav.q.mid 
bach.jesu.mid 
bach.kindlein.mid 
bartok.mikro.q.mid 
beet.cmison.q.mid 
beet.gmason.q.mid 
beet.son13-II.mid 
beet.son14-2.III.mid 
beet.sq135.III.mid 
beet.strio.mid 
birthday.p.mid 
birthday2.p.mid 
brahms.int.q.mid 
brahms.undgehst.mid 
campbell.barb.mid 
grieg.mountain.mid 
haydn.bmisq.q.mid 
haydn.gmasq.mid 
haydn.son30-I.mid 
haydn.sq50-6.II.mid 
haydn.sq74-3.II.mid 
haydn.sq76-6.II.mid 
chop.ammaz.q.mid 
mend.sww102-2.q.mid 
mich.mid 
mzt.amavnson.q.mid 
mzt.ekn.II.mid 
mzt.gmasq.mid 
mzt.trio.I.mid 
mzt.voiche.mid 
schub.erlkonig.I.mid 
schub.erlkonig.II.mid 
schub.flusse.mid 
schub.mm6.q.mid 
schub.strio.mid 
schub.waltz.q.mid 
schum.sehnsucht.mid 
schum.thranen.mid 
schum.tragodie.mid 
schum.wennich.mid 
tchaik.morning.mid 
tchaik.nurse.mid 
tchaik.symph6.mid 
yankee.q.mid 
 
