
























































































































view plain copy to clipboard print ?
01.  /** 
02.   * Retrieve data from the Google Analytics API. 
03.   */  
04.  public class GoogleAnalytics {  
05.    
06.    // Credentials for Client Login Authorization.  
07.    private static final String CLIENT_USERNAME = "xxx";  
08.    private static final String CLIENT_PASS = "xxxx";  
09.    private static final String[] eventDates; //define as needed  
10.    
11.    // Table ID constant  
12.    private static final String TABLE_ID = "ga:123456789";  
13.    
14.    public static void main(String args[]) {  
15.      try {  
16.        // Service Object to work with the Google Analytics Data Export API.  
17.        AnalyticsService analyticsService = new AnalyticsService("gaExportAPI_acctSample_v2.0");  
18.    
19.        // Client Login Authorization.  
20.        analyticsService.setUserCredentials(CLIENT_USERNAME, CLIENT_PASS);  
21.    
22.        // Get data from the Account Feed.  
23.        getAccountFeed(analyticsService);  
24.    
25.        // Access the Data Feed if the Table Id has been set.  
26.        if (!TABLE_ID.isEmpty()) {  
27.    
28.            // Get profile data from the Data Feed.  
29.            getDataFeed(analyticsService);  
30.        }  
31.    
32.      } catch (AuthenticationException e) {  
33.        System.err.println("Authentication failed : " + e.getMessage());  
34.        return;  
35.      } catch (IOException e) {  
36.        System.err.println("Network error trying to retrieve feed: " + e.getMessage());  
37.        return;  
38.      } catch (ServiceException e) {  
39.        System.err.println("Analytics API responded with an error message: " + e.getMessage());  
40.        return;  
41.      }  
42.    }  
43.    
44.    /** 
45.     * @param {AnalyticsService} Google Analytics service object that 
46.     *     is authorized through Client Login. 
47.     */  
48.    private static void getAccountFeed(AnalyticsService analyticsService)  
49.        throws IOException, MalformedURLException, ServiceException {  
50.    
51.      // Construct query from a string.  
52.      URL queryUrl = new URL(  
53.          "https://www.google.com/analytics/feeds/accounts/default?max‐results=50");  
54.    
55.      // Make request to the API.  
56.      AccountFeed accountFeed = analyticsService.getFeed(queryUrl, AccountFeed.class);  
57.    
58.      // Output the data to the screen.  
59.      System.out.println("‐‐‐‐‐‐‐‐ Account Feed Results ‐‐‐‐‐‐‐‐");  
60.      for (AccountEntry entry : accountFeed.getEntries()) {  
61.        System.out.println(  
62.          "\nAccount Name  = " + entry.getProperty("ga:accountName") +  
63.          "\nProfile Name  = " + entry.getTitle().getPlainText() +  
64.          "\nProfile Id    = " + entry.getProperty("ga:profileId") +  
65.          "\nTable Id      = " + entry.getTableId().getValue());  
66.      }  
67.    }  
68.    
69.    /** 
70.     * @param {AnalyticsService} Google Analytics service object that 
71.     *     is authorized through Client Login. 
72.     */  
73.    private static void getDataFeed(AnalyticsService analyticsService, String[] eventDates)  
74.        throws IOException, MalformedURLException, ServiceException {  
75.      StringBuffer skippedRecords = new StringBuffer();  
76.      int skipCount = 0;  
77.      // Create a query using the DataQuery Object.  
78.      for(String eventDate : eventDates){  
79.      DataQuery query = new DataQuery(new URL(  
80.          "https://www.google.com/analytics/feeds/data"));  
81.      query.setStartDate(eventDate);  
82.      query.setEndDate(eventDate);  
83.      query.setDimensions("ga:eventlabel,ga:eventcategory,ga:pagePath");  
84.      query.setMetrics("ga:totalevents,ga:uniqueevents");  
85.      query.setSort("‐ga:totalevents");  
86.      query.setMaxResults(500);  
87.      query.setIds(TABLE_ID);  
88.    
89.      // Make a request to the API.  
90.      DataFeed dataFeed = analyticsService.getFeed(query.getUrl(), DataFeed.class);  
91.    }  
92.  }  
Analyze Data and Next Steps
One of the things that I wondered about with Illinois Harvest on my first day was did we have any users at all? The basic statistics showed over the previous 6 months
a total of 15k unique users visited the site. On average, those users visited about 4 pages, with a bounce rate (a.k.a. a single-page visit) of approximately 35%.
Figure 3 shows that we had many users clicking on external links and download links – the top 3 pages were digitized book landing pages, while the 4th page for the
collection summary contains many external links. Specifically, the reason the top page had so many hits is it’s one of the references for a Wikipedia page about the
Iroquois Theatre fire.
Figure 4 shows an interesting yet disturbing result – after removing browse results, the site search is rarely used. Traffic to the site lands deep into the website, either
at a location determined by an external search engine, the library catalog, or other direct links. The site was designed about 6 years ago when portals were
considered important and it doesn’t appear to be working for users who arrive from a search engine.
By exporting the data and comparing to our item level records, I was able to see that most items were never used, where use being defined as a click to an external
link or downloaded a file. Figure 5 shows one of our collections, and while a couple of links get a fair amount of clicks, the vast majority of items in this collection of
about 23k items are never clicked or downloaded. The disparity between the size of a collection and use my colleagues Harriet Green and Richard Hislop have
termed ‘Effective Collection Size’ or ECS, is something we are continuing to investigate as part of larger datasets.
Figure 5.
Graph of item usage from IDEALS collection on Illinois Harvest, July 1 2011 – November 1, 2011
Next Steps
The Illinois Harvest user interface will be redesigned in 2012 and hopefully some of these lessons will be part of those efforts. Specifically, I think site search needs to
be examined more closely, probably as a full HCI study, to make sure it’s useful for users.
By analyzing a sample set of 40k items held by our Literature and Language Library, we’ve found a similar disparity between the size of a collection, in this case both
physical and digital items, and use. We’re going to be exploring how to improve ECS in a collection by examining a much larger data set of 22 million items indexed
in the University of Illinois Library catalog. Based on the network analyses resulting from this project, we will begin development of an enhanced recommender
system for library catalogs and digital libraries that retrieves richer search results from a library collection search based on network analysis of subject relevancy,
circulation data of items, and usage data for items that share interrelated subjects.
Notes
[1] About Us. Digital Analytics Association. Available from http://www.digitalanalyticsassociation.org/?page=aboutus
Appendix: Resources
Tools Used
JavaScript
This work is licensed under a Creative Commons Attribution 3.0 United States License.
jQuery
Java
MSSQL
Code examples are available on GitHub
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