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Abstract
Max-Plus Linear (MPL) systems are an algebraic formalism with practical applications in trans-
portation networks, manufacturing and biological systems. MPL systems can be naturally modeled
as infinite-state transition systems, and exhibit interesting structural properties (e.g. periodicity or
steady state), for which analysis methods have been recently proposed. In this paper, we tackle the
open problem of specifying and analyzing user-defined temporal properties for MPL systems. We
propose Time-Difference LTL (TDLTL), a logic that encompasses the delays between the discrete-
time events governed by an MPL system, and characterize the problem of model checking TDLTL
over MPL. We propose a family of specialized algorithms leveraging the periodic behaviour of an
MPL system. We prove soundness and completeness, showing that the transient and cyclicity of
the MPL system induce a completeness threshold for the verification problem. The algorithms
are cast in the setting of SMT-based verification of infinite-state transition systems over the reals,
with variants depending on the (incremental vs upfront) computation of the bound, and on the
(explicit vs implicit) unrolling of the transition relation. Our comprehensive experiments show that
the proposed techniques can be applied to MPL systems of large dimensions and on general TDLTL
formulae, with remarkable performance gains against a dedicated abstraction-based technique and a
translation to the nuXmv symbolic model checker.
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1 Introduction
Max-Plus Linear (MPL) systems are a class of discrete-event systems (DES) that are based
on the so-called max-plus algebra, an algebraic system using the two binary operations of
maximisation and addition. MPL systems are employed to model applications with features
of synchronization without concurrency, and as such are widely used for applications in
transportation networks [7], manufacturing [29] and biological systems [14, 20]. In MPL
models, the states correspond to time instances related to discrete events. Traditional
dynamical analysis of MPL systems is associated with their algebraic and graph representa-
tion (cf. Definition 2), that allows the investigation of several structural problems such as
eigenproblems [21], optimisation [13] and periodicity [24, 35].
In this paper, we tackle the problem of formally specifying and analyzing user-defined
temporal properties for MPL systems. This can be considered an open problem in practice,
despite the line of work in [3, 4, 5] that deals with reachability analysis and formal verification
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for MPL systems. These methods are in general not complete: they rely on the construction
of an abstraction that overapproximates the concrete MPL system [2, 33, 34]. Furthermore,
the underlying abstraction procedures suffer from state-explosion problems, given that the
size of the abstraction is exponential in the size of the MPL, and are unable to deal with
more than few variables. Finally, no general specification language is provided to express
properties at the MPL system level.
We make the following contributions. First, we propose Time-Difference LTL (TDLTL),
a logic that encompasses the delays between the discrete-time events governed by an MPL
system, and characterize the problem of model checking TDLTL over MPL. Second, we
propose a family of specialized algorithms for TDLTL model checking, cast in the setting
of infinite-state transition systems, with a symbolic representation in Satisfiability Modulo
Theories (SMT) over the reals [9]. The algorithms, that we prove sound and complete,
leverage the periodic behaviour of an MPL system: intuitively, the transient and cyclicity of
the MPL system induce a completeness threshold for a bounded encoding of the verification
problem. The family of algorithms has several variants, depending on two independent factors.
One is the computation of the bound, that could be carried out either upfront before calling
the SMT solver, or incrementally, interleaving it with multiple solver calls. The other is the
unrolling of the transition relation, that can either follow the explicit approach of Bounded
Model Checking (BMC), or – thanks to some algebraic properties of MPL systems – be left
implicit, so that the number of SMT variables is significantly reduced. Third, we demonstrate
the practical effectiveness of the approach. We run a comprehensive set of experiments,
showing that the proposed techniques can be applied to general TDLTL formulae on large
MPL systems that are completely out-of-reach for existing abstraction-based techniques
[33, 34]. The comparison also shows that the new algorithms yield orders-of-magnitude speed
ups against a generic translational approach to the nuXmv symbolic model checker [15].
The structure is as follows. Section 2 describes the basics of MPL systems and SMT.
In Section 3, we formalize the TDLTL logic and Sections 4 and 5 present the verification
algorithms and the related work, respectively. Our experimental analysis is reported in
Section 6 and we conclude in Section 7. Proofs and additional experiments are provided in
the appendices.
2 Model and Preliminaries
2.1 Max-Plus Linear Systems
Max-plus algebra is a modification of the canonical linear algebra, and is defined over the
max-plus semiring (Rmax,⊕,⊗), where Rmax := R ∪ {ε := −∞} and
a⊕ b := max{a, b}, a⊗ b := a+ b, ∀a, b ∈ Rmax (1)
The zero and unit elements of Rmax are ε and 0, respectively. By Rm×nmax , we denote the set of
m×n matrices over the max-plus algebra. Max-plus algebraic operations can be extended to
vectors and matrices as follows. Given A,B ∈ Rm×nmax , C ∈ Rm×pmax , D ∈ Rp×nmax and α ∈ Rmax,
[α⊗A](i, j) = α+A(i, j),
[A⊕B](i, j) = A(i, j) ⊕B(i, j),
[C ⊗D](i, j) =
p⊕
k=1
C(i, k) ⊗D(k, j),
for all i = 1, . . . ,m and j = 1, . . . , n. Given A ∈ Rn×nmax and t ∈ N, A⊗t denotes A⊗ . . .⊗A
(t times).
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A dynamical system over the max-plus algebra is called a Max-Plus Linear (MPL) system
and is defined as
x(k + 1) = A⊗ x(k), k = 0, 1, . . . , (2)
where A ∈ Rn×nmax is the system matrix, and vector x(k) = [x1(k) . . . xn(k)]⊤ encodes
the state variables [7]. Vector x is used to represent the time stamps associated to the
discrete events, while k corresponds to the event counter. Applications of MPL systems
are found in dynamical systems where modelling the time variable is essential, such as
in transportation networks [29], in scheduling [6] or manufacturing [30] problems, or for
biological systems [14, 20].
▶ Definition 1 (Orbit and Lasso). Given an MPL system (2) with an initial vector x(0), a
sequence x(0)x(1) . . . is called an orbit from x(0) w.r.t. A. Furthermore, if there exist α ∈ R
and k ≥ l ≥ 0 such that x(k + 1 + j) = α⊗ x(l + j) for j ≥ 0 then such sequence is called a
(k, l)-lasso. Furthermore, we call l the loopback bound. The illustration of a lasso is shown in
Figure 1.
x(0) . . . . . . x(l) . . . . . . x(k)
α
Figure 1 An illustration of a (k, l)-lasso. The dashed arrow represents the transition x(k + 1) =
α⊗ x(l).
Let us remark that an orbit represents the execution (or path) of (2) originating from an
initial state that is a vector. It is important to note that the definition of lasso is slightly
different from the canonical one found in literature [11, 12], which requires that the l-th and
(k + 1)-th states are the same. The notation Orb(A) = {x(0)x(1) . . . | x(0) ∈ Rn} represents
the set of all orbits w.r.t. A. Likewise, Orb(A,X) = {x(0)x(1) . . . | x(0) ∈ X} is the set
of orbits w.r.t. A starting from a set of initial vectors X. For the sake of simplicity we
may use the following notation to refer to an orbit: π = x(0)x(1) . . . . Given an orbit π
and j ≥ 0, π[j] = x(j) denotes the j-th vector of π while π[j..] is the j-th suffix of π, i.e.,
π[j..] = x(j)x(j + 1) . . . . We say that orbit π is similar to orbit σ iff there exists β ∈ R such
that π[0] = β ⊗ σ[0] (which implies π[j] = β ⊗ σ[j] for j ≥ 0).
▶ Definition 2 (Precedence Graph [7]). The precedence graph of A ∈ Rn×nmax , denoted by G(A),
is a weighted directed graph with nodes 1, . . . , n and an edge from j to i with weight A(i, j)
for each A(i, j) ̸= ε.
▶ Definition 3 (Irreducible Matrix [7]). A matrix A ∈ Rn×nmax is called irreducible if G(A) is
strongly connected.
A directed graph is strongly connected if, for any two different nodes i, j, there exists a
path from i to j. The weight of a path p = i1i2 . . . ik is equal to the sum of the edge weights
in p. A circuit, namely a path that begins and ends at the same node, is called critical if it
has maximum average weight, which is the weight divided by the length of the path [7].
Each irreducible matrix A ∈ Rn×nmax admits a unique max-plus eigenvalue λ ∈ R and a
corresponding max-plus eigenspace E(A) = {x ∈ Rnmax | A ⊗ x = λ ⊗ x}. The scalar λ is
equal to the average weight of critical circuits in G(A), and E(A) can be computed from
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A+λ =
⊕n
k=1((−λ) ⊗ A)⊗k. A reducible matrix may have multiple eigenvalues, where the
maximum one equals to the average weight of critical circuits of G(A). Another important
property of irreducible MPL systems is the periodicity of the powers of matrix A⊗k.
▶ Proposition 4 (Transient [7, 29]). For an irreducible matrix A ∈ Rn×nmax and its max-plus
eigenvalue λ ∈ R, there exist l, c ∈ N0, such that A⊗(k+c) = (λ× c) ⊗A⊗k for all k ≥ l. The
smallest such l and c are called the transient and the cyclicity of A, respectively.
For the rest of this paper, we denote the transient and the cyclicity of A as tr(A) and
cyc(A), respectively. While cyc(A) is related to critical circuits in the precedence graph G(A)
[7, Def 3.94], tr(A) is unrelated to the dimension of A. Even for a small n, the transient of
A ∈ Rn×nmax can be large. Upper bounds of the transient have been discussed in [16, 32, 35, 36].
By Proposition 4, all orbits of an irreducible MPL system induce a periodic behaviour
with a rate λ: for each initial vector x(0) ∈ Rn we have x(k + cyc(A)) = (λ× cyc(A)) ⊗ x(k)
for all k ≥ tr(A). A similar condition may be found on reducible MPL systems: we denote the
corresponding transient and cyclicity to be global, as per Proposition 4. The local transient
and cyclicity for a specific initial vector x(0) ∈ Rn and for a set of initial vectors X ⊆ Rn
has been studied in [1] and is defined as follows.
▶ Definition 5 ([34]). Given A ∈ Rn×nmax with max-plus eigenvalue λ and an initial vector
x(0) ∈ Rn, the local transient and cyclicity of A w.r.t. x(0) are respectively the smallest
l, c ∈ N0 such that x(j + c) = λc⊗ x(j),∀j ≥ l. We denote those scalars as tr(A,x(0)) and
cyc(A,x(0)), respectively. Furthermore, for X ⊆ Rn, tr(A,X) = max{tr(A,x(0)) | x(0) ∈ X}
and cyc(A,X) = lcm{cyc(A,x(0)) | x(0) ∈ X}, where lcm is the “least common multiple”.
Following [1], any MPL system (2) can be classified into three categories: 1) never periodic
if tr(A,x(0)) does not exist for all x(0) ∈ Rn; 2) boundedly periodic if tr(A,x(0)) exists
for all x(0) ∈ Rn and tr(A) exists; and 3) unboundedly periodic if tr(A,x(0)) exists for all
x(0) ∈ Rn but tr(A) does not. We call (2) periodic if it is either unboundedly periodic or
boundedly periodic. It has been shown in [1] that an MPL system (2) is periodic if and
only if the state matrix A admits a finite eigenvector (all elements are not equal to ε). The
following proposition shows the relation between the periodicity of the MPL system (2) and
its corresponding orbits.
▶ Proposition 6. An orbit π is a lasso iff π[0] admits local transient and cyclicity.
▶ Corollary 7. An MPL system (2) is periodic iff all orbits π ∈ Orb(A) are lassos.
▶ Remark 8. The nature of the periodicity of an MPL system (2), as discussed above, plays
an important role for the verification procedures in Section 4. For instance, over boundedly
periodic MPL systems it entails the decidability of verification problems (cf. Corollary 18).
▶ Example 9. Consider a two-dimensional MPL system






that models a simple railway network shown in Figure 2, where xi(k) represents the time of
the k-th departure at station Si for i ∈ {1, 2}. The element A(i, j) for i ̸= j corresponds to
the time needed to travel from station Sj to Si. The element A(i, i) represents the delay for
the next departure of a train from station Si.






Figure 2 A simple railway network represented by an MPL system in (3).





















, . . .
Notice that, the above orbit is periodic with transient tr(A,x(0)) = 1 and cyclicity cyc(A,x(0)) =
2, and is a (2, 1)-lasso.
2.2 Satisfiability Modulo Theory
Given a first-order formula ψ in a background theory T, Satisfiability Modulo Theory (SMT)
refers to the problem of deciding whether there exists a model (i.e. an assignment to the free
variables in ψ) that satisfies ψ [9]. For example, the formula (x ≤ y) ∧ (x+ 3 = z) ∨ (z ≥ y)
within the theory of real numbers is satisfiable, and a valid model is {x := 5, y := 6, z := 8}.
SMT solvers can support different theories. A widely used theory is Quantifier-Free Linear
Real Arithmetic (QF_LRA). A QF_LRA formula is an arbitrary Boolean combination of
atoms in the form
∑
i aixi ∼ α, where ∼ ∈ {>,≥}, every xi is a real variable, and every ai
and α are rational constants. Quantifier-Free Real Difference Logic (QF_RDL) is the subset
of QF_LRA in which all atoms are restricted to the form xi − xj ∼ α. Both theories are
decidable [9, Section 26.2]. Core to the main results of this work, it has been shown in [1]
that any inequality in max-plus algebra can be translated into an RDL formula as follows.
▶ Proposition 10 ([1]). Given real-valued variables x1, . . . , xn and max-plus scalars a1, . . . , an,
b1, . . . , bn ∈ Rmax, the inequality F ≡
⊕n
i=1(xi ⊗ ai) ∼
⊕n
j=1(xj ⊗ bj) is equivalent to F ∗ ≡⊕
i∈S1(xi ⊗ai) ∼
⊕
j∈S2(xj ⊗bj), where S1 = {1, . . . , n}\{1 ≤ k ≤ n | ak = ε or ¬(ak ∼ bk)}













(xi − xj ∼ bj − ai)
 . (4)
If S1 = ∅ then F ∗ ≡ false. On the other hand, if S2 = ∅ then F ∗ ≡ true.
Proposition 10 ensures that any inequality expression in max-plus algebra can be reduced
to a simpler one in which no a variable appears on both sides. Then, the reduced inequality
can be expressed as a QF_RDL formula either in conjunctive or disjunctive normal form1.
1 The readers are referred to the longer version of [1] in https://arxiv.org/pdf/2007.00505.pdf for a
detailed proof.
CONCUR 2021
22:6 SMT-Based Model Checking of Max-Plus Linear Systems
As a direct consequence of Proposition 10, the MPL system dynamics in (2) can be

















j = A(i, j)). The
set V(k) = {x(k)1 , . . . , x
(k)
n } contains SMT instances to encompass the states of the MPL
system at the k-th bound while fini is the indices of the finite elements of A(i, ·).
3 Time-Difference Linear Temporal Logic
This section describes the logic we propose to express properties over MPL systems. We
start by introducing the notions of Time-Difference (TD) proposition and of TD formula.
▶ Definition 11. A time-difference proposition over a vector of variables x⃗ = ⟨x1, · · · , xn⟩ is
an atomic formula p = x(k)i −x
(l)
j ∼ α, where i, j ∈ {1, . . . , n}, k, l ∈ N, α ∈ R and ∼ ∈ {>,≥}.
We call p initial if k = l = 0: for the sake of simplicity, we write xi − xj ∼ α instead. For
m ≥ 0, we write p(m) = x(k+m)i − x
(l+m)
j ∼ α.
▶ Definition 12. A TD formula for a vector of variables x⃗ is defined according to the
following grammar
f ::= true | p | ¬f | f1 ∧ f2,
where p = x(k)i − x
(l)
j ∼ α is a TD proposition over x⃗. We call a TD formula f initial if all
TD propositions appearing in f are initial ones.
Semantically, we interpret TD formulae on orbits2: given an orbit π and a TD formula f
we say that π |= f according to the following recursive rules.
π |= true
π |= x(k)i − x
(l)
j ∼ α iff π[k]i ∼ π[l]j + α
π |= ¬f1 iff π ̸|= f1,
π |= f1 ∧ f2 iff π |= f1 ∧ π |= f2.
 (6)
In the case of MPL systems, an orbit is uniquely determined by its initial vector x(0) = π[0];
hence, one can write
π[0] |= f iff π |= f, (7)
or in general π[i] |= f iff π[i . . .] |= f . Finally, given an MPL system defined by matrix
A ∈ Rn×nmax and a TD formula f , we say that A |= f if all the orbits of A satisfy f (i.e.,
∀π ∈ Orb(A).π |= f).
Given an MPL system defined by matrix A ∈ Rn×nmax and a TD formula f , we can always
rewrite f into an initial TD formula by means of the get_initial(A, f) translation defined as










xs + α+A⊗l(j, s)
)
, (8)
then, we can translate f into an initial TD formula by applying the rewriting (4) by
Proposition 10.
2 Equivalently, we could define the semantics on traces over x⃗.
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▶ Proposition 13. Given a TD formula f and A ∈ Rn×nmax , let g be get_initial(A, f). Then,
for any orbit π ∈ Orb(A), π |= f iff π |= g.
Therefore, each (non-initial) TD formula w.r.t. an MPL system characterised by A ∈ Rn×nmax
can be translated into an initial one, with the same satisfaction relation over any orbit
π ∈ Orb(A). It is important to note that the translation of a non-initial TD formula f into an
initial TD formula g by Proposition 13 may result in a larger formula, in terms of the number
of its propositions. Notice that the number of propositions in (4) is at most ⌊ n2 ⌋ × (n− ⌊
n
2 ⌋).
▶ Proposition 14. Given a TD formula f and two similar orbits π, σ, π |= f iff σ |= f .
We are now in the position to discuss TD specifications, which generalise TD formulae to
temporal requirements. Formally, TD specifications are defined as LTL formulae in Release
Positive Normal Form (PNF) [8, Definition 5.23], according to the following grammar:
φ := true | false | p | ¬p | φ1 ∧ φ2 | φ1 ∨ φ2 | ⃝ φ | φ1 U φ2 | φ1 R φ2, (9)
where p is an initial TD proposition. We call this logic Time-Difference Linear Temporal
Logic (TDLTL). It is important to note that one can express a TDLTL specification that
contains a non-initial TD formula f by first translating f into an initial TD formula, as
per Proposition 13. Furthermore, any initial TD formula is a TDLTL formula (without any
temporal operators). Given an orbit π, the semantics of TDLTL formulae (9) is defined as:
π |= true for all π ∈ Orb(A),
π ̸|= false for all π ∈ Orb(A),
π |= p iff π[0] |= p,
π |= ¬p iff π ̸|= p,
π |= φ1 ∧ φ2 iff π |= φ1 ∧ π |= φ2,
π |= φ1 ∨ φ2 iff π |= φ1 ∨ π |= φ2,
π |= ⃝φ iff π[1..] |= φ,
π |= φ1 U φ2 iff ∃j ≥ 0. π[j..] |= φ2 and ∀0 ≤ i < j. π[i . . .] |= φ1,
π |= φ1 R φ2 iff ∀j ≥ 0. π[j] |= φ2 or ∃i ≥ 0. (π[i..] |= φ1 ∧ ∀h ≤ i. π[h..] |= φ2)
π |= ♢φ iff ∃j ≥ 0. π[j..] |= φ,
π |= □φ iff ∀j ≥ 0. π[j..] |= φ.

(10)
Similar to (7), the semantics of TDLTL formulae over initial vectors in the case of an MPL
system is as follows: π[0] |= φ iff π |= φ.






i ≤ 5))3 defined for
the MPL system in (3). The specification assesses whether the system eventually reaches a
state after which the delays of consecutive departures from both stations are always between
3 and 5 time units. φ has four non-initial TD propositions; the “initialised” translations are:
x(1)1 − x
(0)
1 ≥ 3 ⇔ max{x1 + 2, x2 + 5} ≥ x1 + 3 ⇔ x2 − x1 ≥ −2,
x(1)2 − x
(0)
2 ≥ 3 ⇔ max{x1 + 3, x2 + 3} ≥ x2 + 3 ⇔ true,
x(0)1 − x
(1)
1 ≥ −5 ⇔ x1 + 5 ≥ max{x1 + 2, x2 + 5} ⇔ x1 − x2 ≥ 0,
x(0)2 − x
(1)
2 ≥ −5 ⇔ x2 + 5 ≥ max{x1 + 3, x2 + 3} ⇔ x2 − x1 ≥ −2.
Hence, the “initialised version” for φ is φ′ = ♢□((x2 − x1 ≥ −2) ∧ (x1 − x2 ≥ 0)); equivalent
to ♢□(0 ≤ x1 − x2 ≤ 2).
3 We write k ≤ x− y ≤ w as a shorthand for (x− y ≤ w) ∧ (y − x ≤ −k).
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Given an MPL system (2), characterised by matrix A ∈ Rn×nmax , and a TDLTL formula φ,
we say that A |= ϕ if all the orbits of A satisfy ϕ (i.e., ∀π ∈ Orb(A). π |= ϕ). Furthermore, if
the dynamics of (2) are defined over a set of initial conditions X ⊆ Rn,
Orb(A,X) |= φ iff ∀π ∈ Orb(A). π[0] ∈ X =⇒ π |= φ. (11)
3.1 Encoding Bounded Counterexamples
This section describes the procedure to generate an SMT instance corresponding to a bounded
counterexample of the TDLTL formula φ. By Corollary 7, such a counterexample can be
generated over a lasso. First, we define the bounded version of (10) up to bound k for a
(k, l)-lasso π as follows:
π |=k p iff π[0] |= p,
π |=k ¬p iff π ̸|=k p,
π |=k φ1 ∧ φ2 iff π |=k φ1 ∧ π |=k φ2,
π |=k φ1 ∨ φ2 iff π |=k φ1 ∨ π |=k φ2,
π |=k ⃝φ iff π[1..] |=k φ,
π |=k φ1Uφ2 iff ∃0 ≤ j ≤ k. π[j..] |=k φ2 and ∀0 ≤ i < j. π[i..] |=k φ1,
π |=k φ1Rφ2 iff ∀0 ≤ j ≤ k. π[j] |=k φ2 or
∃0 ≤ i ≤ k. (π[i..] |=k φ1 ∧ ∀h ≤ i. π[h..] |=k φ2),
π |=k ♢φ iff ∃0 ≤ j ≤ k. π[j, , ] |=k φ,
π |=k □φ iff ∀0 ≤ j ≤ k. π[j..] |=k φ.

(12)
Notice that, for a (k, l)-lasso π, π[(k + 1)..] is similar to π[l..]. Thus, it is straightforward to
see that π |=k φ implies π |= φ.
▶ Example 16. For the TDLTL formula φ′ = ♢□(0 ≤ x1 − x2 ≤ 2) in Example 15 and a
(2, 1)-lasso π in Example 9, one could check that π |=k φ′ for k = 2.
We now describe how to translate a bounded counterexample of a TDLTL formula into
an SMT instance. Suppose ψ is the negation of φ i.e. ψ ≡ ¬φ. We recall that φ and ψ
are assumed to be in positive normal form (9). The notation l[ψ]mk denotes the witness
encoding of ψ (equivalently, the counterexample encoding of φ) at position 0 ≤ m ≤ k over
a (k, l)-lasso. Similar to the description in [10], the encoding can be formulated as follows:
l[p]mk :=p(m), l[¬p]mk :=¬(l[p]mk ),
l[ψ1 ∧ ψ2]mk :=l[ψ1]mk ∧ l[ψ2]mk , l[ψ1 ∨ ψ2]mk := l[ψ1]mk ∨ l[ψ2]mk ,
l[⃝ψ]mk :=
{
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where p is an initial TD proposition. The final formula, which is satisfiable iff there exists a
(k, l)-lasso π such that π ̸|=k φ, is given by:
k∧
i=0
SymbMPL(A,V(i),V(i+1)) ∧ Loop(A, k + 1, l, λ) ∧ l[ψ]0k, (13)







i = λ× (k− l+ 1)). Recall that, if the orbit of x(0) w.r.t. A
is (k, l)-lasso, then x(k + 1) = (λ × (k − l + 1)) ⊗ x(l). Furthermore, the first conjunct of
(13) corresponds to the executions of (2) up to bound k.
By the same procedure used in Proposition 13, one can translate Loop(A, k+1, l, λ)∧ l[ψ]0k
into an SMT formula over the variables V(0) only (i.e., instead of representing the variables
at each time in the orbit, we only define the formula over the initial state). Abusing the






Loop(A, k + 1, l, λ) ∧ l[ψ]0k
)
. (14)
The first conjunct of (13) is not included because all TD propositions in (14) are initial ones.
The number of TD propositions in (14) may be much larger compared to (13), especially for
TDLTL formulae with multiple temporal operators. On the other hand, the encoding (14)
has an advantage w.r.t. the number of variables: notice that (13) consists of variables from
V(0) ∪ . . . ∪ V(k+1), whereas (14) involves V(0) only.
3.2 An Upper Bound for the Completeness Threshold
The notion of completeness threshold refers to an index k such that, if no counterexample
with length k or less for a LTL formula φ is found, then φ in fact holds over all infinite
behaviours in the model. The discussion of how to compute the (upper bound of the)
completeness threshold is given in [19, 31]. In this section, we show that the upper bound of
the completeness threshold to verify (11) for any TDLTL formula over an MPL system (2) is
determined by its pair transient/cyclicity.
▶ Proposition 17. Given a periodic MPL system (2) with a set of initial conditions X and a
TDLTL formula φ, the upper bound of the completeness threshold to verify Orb(A,X) |= φ
is given by tr(A,X) + cyc(A,X) − 1.
4 Model Checking of Max-Plus Linear Systems
This section describes the model-checking algorithms we devise for MPL systems. We build
on the basic idea of BMC, that is to find a bounded counterexample of a given specification
with a specific length k. If no such counterexample is found, then one increases k by one and
searches corresponding counterexamples, until a known completeness threshold is reached,
or until the problem becomes intractable. The reader is referred to [10, 11, 12] for a more
detailed description.
Given an MPL system (2) with a set of initial conditions X ⊆ Rn and a TDLTL formula
φ (9), we present procedures to verify whether Orb(A,X) |= φ. In this paper, we assume that
the underlying MPL system is periodic and the set of initial conditions X can be expressed
as a general LRA formula. The procedures are integrated with the method computing the
transient and cyclicity of MPL from a given set of initial conditions in [1]. We recall that such
pair of transient and cyclicity can be used as an upper bound of the completeness threshold.
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In the first part of Section 4, we present incremental algorithms to verify (11) where the
bounded counterexample of a TDLTL formula φ is encoded for each iteration. Due to the
periodic behaviour of MPL systems, such a counterexample corresponds to an orbit with
transient l and cyclicity c. Unlike the usual BMC where the bound is increased by one, the
novel procedures increase the step bound by finding the existence of a larger orbit with
transient l′ > l or cyclicity c′ not divides c. In the second part of the section, we describe
“upfront” procedures where one only needs to encode the bounded counterexample of φ w.r.t.
the upper bound of the completeness threshold given by Proposition 17.
4.1 Incremental Approaches
Orbits of MPL systems are potentially periodic with transient l and cyclicity c. Hence, in
incremental procedures, we search a finite counterexample of a TDLTL formula φ with length
k in a shape of (k, l)-lasso, where initially we set l = 0 and c = 1 (the smallest possible
values). From these values, we generate the looping constraint Loop(A, k+ 1, l, λ) and l[¬φ]0k,
where λ is the max-plus eigenvalue of A. The formula X ∧ F , with F given by (13) or (14),
corresponds to a counterexample of φ i.e., a (k, l)-lasso π ∈ Orb(A,X), such that π ̸|= φ.
We use an SMT solver to check the satisifiability of X ∧ F . If the SMT solver reports
SAT then a counterexample is found. On the other hand, if the SMT solver reports UNSAT,
we increment the step bound. Instead of increasing the bound by one, we use the SMT
solver to check whether there exists an orbit with larger transient l′ or cyclicity c′. The
value of l′ + c′ − 1 becomes the new bound. These two steps are repeated until either 1) a
counterexample is found; 2) the bound cannot be incremented; or 3) the bound is deemed
too large. The second outcome suggests that the specification is valid, since the bound
exceeds the upper bound of the completeness threshold given by Proposition 17. For the last
outcome, we use a large integer as a termination condition.
The incremental approaches are illustrated in Figure 3. We name the procedure that
uses the encoding in (13) unrolled-incremental, since the first conjunct of (13) represents
the execution of (2) up to bound k. On the other hand, the alternative procedure with the
encoding in (14) is called initialised-incremental, due to the translation from Proposition 13.
4.2 Upfront Approaches
Upfront approaches exploit the fact that the upper bound of the completeness threshold
in Proposition 17 is unrelated to the TDLTL formula φ, and that it can be computed via
SMT-based techniques, as in [1, Algoritm 3]. Hence, the upfront versions of the procedures
in Figure 3 is obtained by generating (13) or (14) with l = tr(A,X) and k = tr(A,X) +
cyc(A,X) − 1. Together with the set of initial conditions X, we check the satisfaction of
the resulting SMT instance. If it is satisfiable, then φ is invalid. On the other hand, if it is
unsatisfiable, then φ is valid. The resulting procedures are then called unrolled-upfront and
initalised-upfront, respectively.
4.3 Completeness and Decidability
Proposition 17 suggests that the completeness of the procedures in Sections 4.1-4.2 depends
on the existence of tr(A,X) and cyc(A,X) for a given set X of initial conditions. From the
discussed classification of MPL systems over their periodic behaviour, we can conclude that
if (2) is boundedly periodic, then all procedures are complete. It is also shown in [1] that
the computation of transient for unboundedly periodic MPL systems is semi-complete. We
further summarise this discussion in Corollary 18.
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loop← Loop(A, k + 1, l, λ)
ctx← l[¬φ]0k
check(X ∧ Orb ∧ loop ∧ ctx)
φ is invalid
check(X ∧ ¬loop) φ is valid
x← get_model()
l′ ← tr(A, x)












(a) Unrolled-incremental procedure using the encoding in (13).
A ∈ Rn×nmax , X ⊆ Rn
TDLTL formula φ
maximum bound N
loop← get_initial(A, Loop(A, k + 1, l, λ))
ctx← get_initial(A, l[¬φ]0k)
check(X ∧ loop ∧ ctx)
φ is invalid
check(X ∧ ¬loop) φ is valid
x← get_model()
l′ ← tr(A, x)












(b) Initialised-incremental procedure using the encoding in (14).
Figure 3 Incremental Approaches. The function check is implemented in an SMT solver. The
integer N represents the allowed maximum bound.
▶ Corollary 18. Suppose we have an MPL system (2) with a set of initial condition X and a
TDLTL formula φ. If the underlying MPL system is boundedly periodic (resp. unboundedly
periodic) then the proposed procedures are complete (resp. semi-complete) and verifying
Orb(A,X) |= φ is a decidable (resp. semi-decidable) problem.
5 Related Work
A verification by model checking procedure for MPL systems has been firstly discussed in [2].
It employs the abstraction [8, 27] of the underlying MPL system into an equivalent Piecewise
Affine (PWA) model [28]. This results in an abstract model with a finite number of (abstract)
states expressed as Difference Bound Matrices (DBM) [25, 33]. The approach allows to verify
specifications (as LTL formulae) over the abstract model: if the specification is true, then it
is also valid for the original MPL system [8]. However, the invalidity of specification on the
abstract model does not necessarily imply the same conclusion on the concrete model. A
refinement procedure is then proposed in [2]: the abstract model can be refined, so that it
is in a bisimulation relation [8, Definition 7.1] with the original MPL system. This means
that the specification is true on MPL system iff it holds on the bisimilar abstract model.
Unfortunately, the proposed refinement procedure in general does not terminate, even for
irreducible MPL systems. A sufficient condition for the existence of bisimilar abstract model
is given in [2, Theorem 5]. The surveyed techniques suffer from the curse of dimensionality,
since the abstraction computation runs on O(n(n+3)) time where n is the dimension of the
state matrix.
The recent work [34] applies a different approach to verify MPL systems. A set of
predicates is used to generate the abstraction of an MPL system. Predicates are automatically
selected from the state matrix, as well as from the specifications under consideration. This
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predicate abstraction of MPL systems, reminiscent of [18, 27], is shown to be more scalable
than the PWA-based abstraction in [2]. A standard BMC procedure is then applied to verify
given specifications. It also has been shown in [34, Lemma 2] that the completeness threshold
for this BMC procedure is determined by the pair of transient and cyclicity.
Despite successive ameliorations, the main drawback of the aforementioned methods is
their scalability, as they can only be applied to MPL systems with relatively few variables
(the dimension n of vector x in this work). There are a few elements contributing to the
computational bottleneck (time and memory requirements) of these approaches. First,
the worst-case complexity to generate the abstraction of n-dimensional MPL systems is
O(nn+3) [2]. As a result, the number of abstract states grows exponentially, as n increases.
Second, the refinement procedures in [2, 34] potentially lead to state-explosion problems.
Another disadvantage is the limitations related to utilising the DBM data structure: in [34],
each proposition in the form of xi − xj ∼ c where 1 ≤ i, j ≤ n,∼ ∈ {>,≥} and α ∈ R is
transformed into a DBM in Rn. As such, the more propositions are in an LTL formula, the
more DBMs are needed, and therefore the larger number of abstract states.
6 Experiments
In our experimental evaluation, we compare the procedures introduced in Section 4 against
alternative approaches based on the symbolic model checker nuXmv [15] and the existing
abstraction-based techniques presented in [2, 33, 34].
6.1 Encoding in nuXmv (IC3)
We present a procedure to verify (11) using nuXmv [15], a symbolic model checker for the
analysis of synchronous, finite- and infinite-state systems. This can be done by encoding the
maximization operation into SMV language. For instance, x′1 = max{x1 + a1, x2 + a2} can
be expressed as:
TRANS ((next(x_1) >= (a_1 + x_1)) & (next(x_1) >= (a_2 + x_2))) &
((next(x_1) = (a_1 + x_1)) | (next(x_1) = (a_2 + x_2)));
Notice that the above expression is similar to (5). However, unlike the procedures in Figure 3,
nuXmv requires that the lasso is in the canonical form. This means that, in Figure 1, the
states x(l) and x(k + 1) must be equal. This condition can be achieved if the corresponding
matrix has eigenvalue equal to 0. It is straightforward that if matrix A in (2) has eigenvalue
λ then A⊗ (−λ) has eigenvalue 0.
The procedure to verify (11) using nuXmv is as follows. First, we update the matrix by
subtracting all elements with the corresponding eigenvalue. Then, we generate an SMV file
from the matrix and the specification. Finally, we call nuXmv to verify the specification
using command check_ltlspec_ic3 that implements the algorithm described in [22]. The
algorithm works by trying to prove that any existing abstract fair loop is covered by a given
set of well-founded relations, and leverages the efficiency and incrementality of the IC3ia [17]
underlying safety checker.
6.2 Experimental Setup
For the experiments, we generate 20 irreducible matrices of dimension n ∈ {4, 6, 8, 10} ∪
{12, 16, . . . , 40} with n2 finite elements in each row, where the values of the finite elements
are integers between 1 and 20. The locations of the finite elements are chosen randomly. We
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focus on irreducible matrices to ensure the termination of the procedures. With regards to the
specifications, for each n, we generate randomly 20 TDLTL formulae where the propositions
are in the form of xi − xj ∼ α, i, j ∈ {1, . . . , n},∼ ∈ {>,≥}, and α is an integer within the
interval [−20, 20]. The randomised TDLTL formulae are generated using Spot [26], which
categorises them according to their size: namely, the size of a TDLTL formula φ is intended
as number of operators and propositions in φ. For instance, the size of p∧ q and p U q is both
3 while □p has size of 2. The experiments have been implemented using the SMT solver Z3
[23] on an Intel(R) Xeon(R) Gold 6248 CPU @ 2.50GHz with 120GB of RAM memory. The
set of initial conditions for each experiment is X = Rn. The experiments are implemented
for each pair of matrix and specification. Thus, there are 20 × 20 × 2 experiments for each n.
We set 30 minutes as a timeout limit.
6.3 Results
Figure 4 illustrates the performance comparison of abstraction-based, unrolled-incremental,
and IC3-based algorithms for n ∈ {4, 6, 8, 10}. These three algorithms are similar in the
sense that they unroll the dynamics of MPL systems up to the underlying step bound.
The scattered plots (in logarithmic scale) represent the running times (in second) for a
pair of algorithms. It is clear that the abstraction-based algorithm is in general the least
efficient one. As expected, the dimension of MPL systems heavily affects the runtime of
the abstraction-based procedure: all experiments for 10-dimensional MPL systems yield
timeout (see Table 1 in Appendix B). For this reason, we do not pursue the abstraction-based
experiments for higher dimensions.














































(a) The plots of experiments with TDLTL formulae of size 5.














































(b) The plots of experiments with TDLTL formulae of size 10.
Figure 4 Comparison of abstraction-based, unrolled-incremental and IC3-based algorithms.
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The plots in Figure 4 also indicate that the unrolled-incremental algorithm is more
efficient than the IC3-based technique. To shed light on this finding, we then compare the
performance of IC3-based technique with SMT-based incremental (unrolled and initialised)
algorithms. As depicted in Figure 5, the proposed algorithms outperform the procedure that
employs IC3. We recall that, in incremental algorithms, the bound of the counterexample is
not increased by one. Hence, they are indeed more effective to find a long counterexample.
Furthermore, in each iteration, the search of counterexample is implemented with a fixed
loopback bound. Such a bound is related to the current value of transient l.















































(a) The plots of experiments with TDLTL formulae of size 5.















































(b) The plots of experiments with TDLTL formulae of size 10.
Figure 5 Comparison of incremental algorithms and IC3-based technique.
While the SMT-based incremental algorithms take a longer time to verify specifications
with size of 10, the performance of the IC3-based algorithm is relatively similar. In fact,
it is the dimension of the matrix which affects the running time of IC3-based procedure:
the number of experiments that yield timeout increases as the dimension grows. On the
other hand, the performance incremental algorithms are affected by the upper bound of
completeness threshold given by Proposition 17; in particular for experiments whose corre-
sponding specification is valid. Between the unrolled-incremental and initialised-incremental
algorithms, it seems that the latter one is the winner. We recall that in Figure 3(b), all
TD propositions in (14) are initial ones. Therefore, there are only one set of variables that
appeared in (14). In comparison, there are k + 1 sets of variables in (13) which correspond
to the states of MPL system (2) from bound 0 until k.
We then compare the performance between incremental and upfront algorithms, as shown
in Figure 6. As expected, upfront procedures are faster than incremental ones when the
specification is valid. On the other hand, incremental algorithms are much more efficient
when the specification is invalid. This is due to the fact that the counterexample may be
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found at a smaller bound than the completeness threshold given in Proposition 17. As in
incremental approaches, the procedure which uses one set of variables (initialised-upfront) is
faster than the other one that employs multiple sets of variables (unrolled-upfront).




















































(a) The plots of experiments with TDLTL formulae of size 5.




















































(b) The plots of experiments with TDLTL formulae of size 10.
Figure 6 Comparison of incremental and upfront algorithms.
7 Conclusions
In this paper, we addressed the problem of proving temporal properties over MPL systems.
We defined TDLTL as a suitable formalism for the specification of temporal properties, and
proposed a family of correct and complete SMT-based algorithms for the problem of checking
TDLTL over MPL systems. We derived suitable completeness thresholds from the periodicity
of MPL, and optimized the encoding by means of max-plus algebraic transformations. The
results from a broad set of benchmarks demonstrate that the proposed approach can handle
large models, which is completely out of reach for existing abstraction-based approaches, and
that it outperforms a the baseline encoding into nuXmv.
As future work, we plan to investigate the case of reducible matrices, and to generalize
the approach for parametric MPL, where the matrices may contain symbolic expressions.
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A Proofs of Propositions
▶ Proposition 6. An orbit π is a lasso iff π[0] admits local transient and cyclicity.
Proof. (⇐) Suppose the transient and cyclicity for π[0] is l anc c, respectively. Thus,
π[l + c+ j] = λc⊗ π[l + j] for j ≥ 0 and π is a (l + c− 1, l)-lasso.
(⇒) Suppose π is a (k, l)-lasso. Then, there exists β ∈ R such that π[k+ 1 + j] = β⊗ π[l+ j]
for j ≥ 0, or equivalently π[j+ k− l+ 1] = β⊗ π[j] for j ≥ l. This means that tr(A, π[0]) = l
and cyc(A, π[0]) = k − l + 1. ◀
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▶ Corollary 7. An MPL system (2) is periodic iff all orbits π ∈ Orb(A) are lasso.
Proof. Direct consequence of Proposition 6. ◀
▶ Proposition 13. Given a TD formula f and A ∈ Rn×nmax , let g be get_initial(A, f). Then,
for any π ∈ Orb(A), π |= f iff π |= g.
Proof. Due to Definition 12 and (6), it suffices to prove for a non-initial TD proposition
p = x(k)i − x
(l)
j ∼ α. Notice that that p is equivalent to an inequality (8) which can be
translated into an initial TD formula by Proposition 10. This completes the proof. ◀
▶ Proposition 14. Given a TD formula f and two similar orbits π, σ, we have π |= f iff
σ |= f .
Proof. Suppose π = x(0)x(1) . . . and λ = y(0)y(1) . . . with x(m) = β ⊗ y(m) for β ∈ R and
m ≥ 0. The proof follows from the fact that for any TD proposition p = x(k)i − x
(l)
j ∼ α,
π |= p iff xi(k) ∼ xj(l) + α,
iff yi(k) + β ∼ yj(l) + β + α,
iff yi(k) ∼ yj(l) + α.
The last assertion indicates that σ |= p. ◀
▶ Proposition 17. Given a periodic MPL system (2) with a set of initial conditions X
and a TDLTL formula φ, the upper bound of completeness threshold to verify whether
Orb(A,X) |= φ is given by tr(A,X) + cyc(A,X) − 1.
Proof. By Corollary 7, all orbits π ∈ Orb(A,X) are lasso. Recall that, if an initial vector
x(0) ∈ X admits local transient tr(A,x(0)) = l and cyclicity cyc(A,x(0)) = c then the
corresponding orbit is a (k, l)-lasso where k = l + c − 1. Consequently, the upper bound
of completeness threshold to verify (11) is given by the largest possible of such k i.e.,
tr(A,X) + cyc(A,X) − 1. ◀
▶ Corollary 18. Suppose we have an MPL system (2) with a set of initial condition X and a
TDLTL formula φ. If the underlying MPL system is boundedly periodic (resp. unboundedly
periodic) then the proposed procedures are complete (resp. semi-complete) and verifying
Orb(A,X) |= φ is a decidable (resp. semi-decidable) problem.
Proof. The completeness of the procedures follows from the fact that computing transient
tr(A,X) is complete for boundedly periodic MPL systems, but semi-complete for unboundedly
periodic ones. As a result, and because of Proposition 17, verifying Orb(A,X) |= φ is decidable
for boundedly MPL systems and semi-decidable for unboundedly periodic ones. ◀
B The Runtime and Memory Consumption of Experiments
The following tables present the average and maximum running time (in second) and memory
consumption (in MB) of the algorithms. The notation timeout(r) means that there are r
(out of 400) failed experiments due to timeout.
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Table 1 The runtime and memory consumption of abstraction-based algorithm.
n
Experiments with TDLTL Experiments with TDLTL
formulae of size 5 formulae of size 10
runtime memory runtime memory
4 {0.08, 1.42} {26.29, 61.71} {0.12, 12.11} {28.3, 73.61}
6 timeout(9) {69.45, 427.21} timeout(5) {110.84, 1238.51}
8 timeout(96) {2715.27, 6401.11} timeout(314) {3517.04, 9837.71}
10 timeout(400) {318.0, 569.61} timeout(400) {329.22, 608.91}
Table 2 The runtime and memory consumption of IC3-based algorithm.
n
Experiments with TDLTL Experiments with TDLTL
formulae of size 5 formulae of size 10
runtime memory runtime memory
4 {0.1, 8.89} {9.94, 84.71} {0.09, 9.69} {11.21, 93.41}
6 {0.41, 22.71} {22.34, 110.11} {0.54, 24.81} {21.32, 122.21}
8 {8.04, 1101.53} {34.79, 275.71} {5.02, 194.61} {37.29, 170.11}
10 timeout(3) {61.81, 262.21} timeout(3) {63.46, 1525.81}
12 timeout(12) {69.12, 309.71} timeout(10) {71.51, 375.81}
16 timeout(150) {96.37, 427.81} timeout(115) {92.51, 301.91}
20 timeout(243) {105.9, 562.91} timeout(233) {105.39, 904.31}
24 timeout(189) {100.78, 1326.61} timeout(244) {103.34, 345.71}
28 timeout(208) {119.45, 1052.21} timeout(255) {104.97, 951.31}
32 timeout(228) {125.82, 745.61} timeout(254) {103.79, 250.21}
36 timeout(232) {126.33, 685.81} timeout(293) {118.79, 365.01}
40 timeout(245) {149.08, 398.61} timeout(268) {154.99, 677.11}
Table 3 The runtime and memory consumption of unrolled-incremental algorithm.
n
Experiments with TDLTL Experiments with TDLTL
formulae of size 5 formulae of size 10
runtime memory runtime memory
4 {0.28, 63.77} {6.63, 23.91} {0.59, 116.33} {9.24, 25.31}
6 {0.1, 5.62} {8.84, 22.51} {2.12, 457.88} {9.23, 30.21}
8 {0.18, 3.37} {10.99, 24.11} {2.51, 227.76} {11.62, 38.31}
10 {2.92, 280.91} {22.94, 73.11} timeout(1) {23.78, 91.01}
12 {0.85, 34.69} {13.76, 41.71} {2.11, 120.39} {13.44, 44.71}
16 {2.43, 57.04} {21.3, 83.91} {8.31, 1111.33} {19.94, 78.61}
20 {13.79, 428.42} {34.51, 230.91} timeout(2) {32.85, 220.91}
24 timeout(1) {51.14, 544.51} {29.31, 1130.4} {42.59, 424.01}
28 timeout(17) {120.89, 638.31} timeout(14) {66.89, 516.71}
32 timeout(16) {132.17, 693.31} timeout(24) {77.32, 787.61}
36 timeout(31) {123.9, 643.51} timeout(19) {82.76, 681.31}
40 timeout(71) {179.88, 748.51} timeout(73) {152.97, 777.01}
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Table 4 The runtime and memory consumption of initialised-incremental algorithm.
n
Experiments with TDLTL Experiments with TDLTL
formulae of size 5 formulae of size 10
runtime memory runtime memory
4 {0.03, 2.02} {6.22, 22.61} {0.15, 14.68} {10.25, 23.41}
6 {0.07, 4.42} {9.15, 22.61} {0.46, 40.3} {11.03, 23.41}
8 {0.1, 2.5} {11.57, 22.51} {0.39, 36.57} {13.58, 23.41}
10 {0.35, 10.33} {21.26, 23.41} {5.18, 584.62} {21.89, 23.91}
12 {0.39, 43.91} {14.22, 22.21} {0.64, 31.41} {14.42, 23.41}
16 {0.32, 8.44} {14.97, 18.81} {1.2, 36.03} {14.62, 18.81}
20 {0.82, 61.72} {16.02, 61.71} {1.47, 58.78} {15.64, 23.21}
24 {1.65, 141.43} {17.17, 181.51} {1.49, 51.42} {17.05, 29.41}
28 {3.27, 286.22} {19.24, 30.41} {3.8, 185.61} {17.89, 58.01}
32 {2.56, 21.97} {19.94, 29.71} timeout(3) {19.32, 58.61}
36 {8.1, 226.56} {22.18, 41.31} {8.0, 396.32} {22.06, 52.31}
40 {8.93, 84.29} {23.84, 43.01} {18.64, 918.9} {24.39, 50.91}
Table 5 The runtime and memory consumption of unrolled-upfront algorithm.
n
Experiments with TDLTL Experiments with TDLTL
formulae of size 5 formulae of size 10
runtime memory runtime memory
4 {0.41, 76.63} {18.57, 27.21} timeout(2) {20.08, 34.01}
6 {0.44, 40.4} {20.06, 29.11} {12.6, 772.53} {21.14, 33.41}
8 {0.63, 25.38} {22.55, 34.31} {8.98, 615.95} {23.27, 39.11}
10 {4.54, 274.57} {29.26, 81.31} timeout(6) {29.35, 98.21}
12 {1.44, 14.62} {28.94, 53.81} {7.41, 241.33} {30.23, 55.41}
16 {7.15, 179.75} {45.82, 169.31} {17.22, 1122.95} {44.93, 152.81}
20 {35.35, 610.82} {87.02, 431.31} timeout(4) {81.37, 451.91}
24 timeout(1) {142.51, 570.51} timeout(2) {138.93, 567.01}
28 timeout(3) {223.51, 852.31} timeout(14) {241.62, 853.41}
32 timeout(30) {307.83, 1095.81} timeout(45) {334.34, 1162.61}
36 timeout(29) {381.8, 806.91} timeout(40) {395.85, 804.91}
40 timeout(125) {587.1, 1096.21} timeout(153) {633.39, 1141.11}
Table 6 The runtime and memory consumption of initialised-upfront algorithm.
n
Experiments with TDLTL Experiments with TDLTL
formulae of size 5 formulae of size 10
runtime memory runtime memory
4 {0.05, 3.41} {16.63, 22.81} {4.49, 1393.45} {18.43, 23.61}
6 {0.15, 10.63} {18.75, 22.81} {2.71, 730.72} {18.92, 23.61}
8 {0.21, 3.94} {18.97, 23.11} {0.94, 44.02} {20.22, 23.61}
10 {1.0, 183.35} {21.68, 23.51} timeout(1) {22.24, 23.81}
12 {0.53, 15.0} {20.64, 23.01} {1.32, 20.2} {21.15, 23.51}
16 {0.6, 9.53} {21.01, 22.01} {6.28, 1725.02} {21.21, 22.81}
20 {1.66, 23.53} {21.99, 24.51} {5.05, 469.43} {22.18, 24.51}
24 {3.3, 118.33} {22.96, 27.71} timeout(1) {23.09, 28.01}
28 {7.15, 656.1} {24.03, 32.61} timeout(1) {24.26, 34.41}
32 {4.77, 82.64} {25.34, 35.81} timeout(3) {25.82, 36.61}
36 {12.3, 115.36} {27.82, 42.21} timeout(1) {27.82, 41.61}
40 {15.82, 124.64} {29.18, 47.41} timeout(1) {29.83, 47.21}
