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INTRODUCCIÓN
El re uso de software es uno de los principales 
objetivos a alcanzar en todo desarrollo de software. 
No solo porque provee beneficios en cuanto a 
costos y tiempos, sino también porque facilita en 
gran medida el trabajo de etapas del desarrollo que 
consumen mucho trabajo y esfuerzo y son muchas 
veces relegadas en pos de otras que generan mayor 
visibilidad a los usuarios. El uso de artefactos, ya 
sean módulos, componentes, o subsistemas, previa-
mente verificados y aplicados que sean luego fácil-
mente adaptados o integrados a nuevos sistemas en 
construcción, es uno de los temas de investigación 
que mas auge ha tenido en los últimos años dentro 
de la ingeniería de software. Sin embargo, diseñar 
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ensure its effective reuse. In this paper, we propose an annotation system defined by a metadata model. Such system 
allows to specify the necessary information about the semantics of the services implemented by each component, 
technical requirements, and variability. This system is then applied to real software components from a previously 
developed SPL for the marine ecology domain. 
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para el reuso es una tarea compleja ya que se deben 
considerar muchos aspectos en forma integral para 
garantizar justamente que los artefactos generados 
sean luego fácilmente reusados.
Dentro de los paradigmas mas utilizados en la 
actualidad que apuntan al desarrollo de artefactos 
de software reusables son: el Desarrollo de Software 
Basado en Componentes (BSBC) [1] y las Líneas de 
Productos de Software (LPS) [2, 3, 4]. El primero, 
provee un conjunto de técnicas y metodologías para 
desarrollar nuevos sistemas a partir de la combina-
ción de componentes previamente creados y cuya 
funcionalidad ya fue comprobada. Busca producir 
software con el propósito de reusarlo en desarrollos 
futuros y en contextos distintos a aquellos para los 
que fue diseñado. El otro paradigma, LPS, se centra en 
dominios específicos con similares funcionalidades 
que serán luego adaptadas a las necesidades espe-
cíficas de los nuevos productos derivados a partir de 
ellas. El aspecto fundamental de toda LPS es llegar 
a la construcción de una arquitectura que permita 
incorporar componentes reusables, de modo que 
al desarrollar nuevos productos en lugar de hacerlo 
desde el principio, se instancien los artefactos nece-
sarios. A su vez, a pesar de que las LPSs y el DSBC 
son dos paradigmas que han surgido con objetivos 
diferentes, pueden ser combinados para promover el 
reuso y facilitar el desarrollo de sistemas.
Dicha combinación, aunque nos debería proveer 
de los beneficios de ambos en cuanto al reuso, 
tiempo, costo y calidad, nos heredaran inevitable-
mente sus complejidades.
Por lo tanto, se debe poner especial énfasis en 
los aspectos mas críticos de ambos paradigmas de 
manera de garantizar el éxito de un proceso de desa-
rrollo de LPSs por medio de componentes. En parti-
cular, en este trabajo, hemos considerado dos de esos 
aspectos: la gestión de la variabilidad para las LPSs [5, 
6, 7] y las especificaciones e información que pueda 
ser extraída desde los componentes [1, 8] para que 
puedan ser integrados y adaptados mas fácilmente.
Con esto en mente, hemos creado un sistema 
de anotaciones aplicado a componentes JAVA que 
define un modelo de metadatos almacenando la 
información necesaria para representar variabili-
dades y especificaciones técnicas de los mismos. 
Dichas anotaciones contemplan ademas artefactos 
de diseño que han sido creados en trabajos previos 
[9], otorgando a la LPS la trazabilidad necesaria para 
conocer la manera en que los requerimientos de los 
usuarios fueron diseñados e implementados. Tanto 
la definición del sistema de anotaciones, como su 
aplicación y uso son descriptos en este trabajo y 
aplicados a una LPS desarrollada en trabajos previos 
[9, 10, 11, 12]. Ademas, presentamos una herra-
mienta prototipo que permite recuperar dichas 
anotaciones sistemáticamente para darles el uso 
necesario, tanto dentro del proceso de configura-
ción y derivación de productos, como dentro del 
proceso de integración con otros componentes.
Este artículo esta organizado de la siguiente 
manera. En la sección siguiente se presentan los 
trabajos relacionados y antecedentes. Luego, se 
detalla el sistema de anotaciones propuesto junto 
con su implementación en componentes JAVA. 
Luego, como caso de estudio, se describe la apli-
cación de dicho sistema a componentes de la LPS 
previamente desarrollada y se describe la herra-
mienta prototipo que hace uso de los mismos. Por 
último se enumeran las conclusiones obtenidas y 
los trabajos futuros.
TRABAJOS RELACIONADOS Y ANTECEDENTES
En este trabajo debemos considerar dos líneas 
de investigación específicas: la gestión de la variabi-
lidad y la integrabilidad de componentes. En cuanto 
a la primera, existen gran cantidad de trabajos y 
revisiones sistemáticas [6, 13] que proponen y 
analizan diferentes enfoques recientes.
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En particular, en [6] se realiza una revisión sistemá-
tica centrándose en la gestión de variabilidad utilizada 
en el contexto de la ingeniería de líneas de productos. 
En la misma se pueden observar diferentes enfoques 
que abordan la variabilidad en distintos momentos 
del ciclo de desarrollo de software como por ejemplo 
el modelado de la variabilidad, el soporte para la 
identificación de variabilidades y partes comunes 
de una LPS, el diseño de la arquitectura, la deriva-
ción de un producto, herramientas de soporte, entre 
otras. Dentro de los trabajos pioneros en variabilidad, 
podemos citar a FODA (Análisis de Dominio Orien-
tado a Características) [14], el cual intenta capturar las 
características principales de un conjunto de sistemas 
similares pertenecientes a un dominio específico, dife-
renciando entre las características que son compar-
tidas por todos los sistemas y las variabilidades. Otro 
trabajo, surgido a partir de FODA, es el Modelado 
de Características (FM-Feature Modeling) [15] que 
presenta un modelo de aplicación que permite definir 
tanto las variabilidades presentes como las partes 
comunes para soportar la derivación de los productos. 
En este sentido, FM presenta un modelo jerár-
quico, organizado en forma de árbol, que posibilita 
descomponer características de niveles superiores 
en características detalladas y especificas. Esta 
jerarquía impone ciertas restricciones de confi-
guración al momento de llevar adelante la deriva-
ción de los productos, ya que la selección de una 
funcionalidad implica la selección del padre que la 
engloba. En [16] también se presenta un modelo 
de variabilidad jerárquica apoyado en la utilización 
del DSBC, debido a que este paradigma reduce la 
complejidad del diseño y reuso de software, distri-
buyendo el trabajo y la implementación del sistema 
en el desarrollo de diferentes componentes inde-
pendientes enfoques proponen la implementación 
de la variabilidad directamente sobre el código de 
un sistema, mediante la Programación Orientada 
Delta (POD) [17, 18]. En estos enfoques una LPS 
se representa por medio de un modulo núcleo y 
un conjunto de módulos delta. El primero define 
la plataforma común a todos los productos que 
pueden ser derivados de la línea, mientras que 
los “Deltas” especifican las posibles adaptaciones 
(variabilidades) para ajustarse a las necesidades 
particulares de cada producto. Cada delta genera 
cambios en el modulo principal (núcleo) a nivel de 
código tanto agregando, modificando o eliminando 
el mismo. Esta implementación para LPSs es mas 
flexible y menos restrictiva que el modelado de 
características (FM) y otros enfoques modulares, ya 
que permite realizar modificaciones simples en el 
código. Ademas si se realiza una cuidadosa y deta-
llada especificación y documentación de la línea, 
ésta puede brindar soporte para la trazabilidad de 
las variabilidades definidas, identificando qué delta 
implementa determinada funcionalidad.
En segundo lugar, debemos considerar aque-
llos trabajos relacionados con la especificación de 
componentes que ayuden a mejorar la integrabi-
lidad de los mismos. En general existen una gran 
gama de trabajos en ésta línea, las cuales algunas 
de ellas se centran en las capacidades de composi-
ción de los componentes. El problema de compo-
sición dinámica ha sido abarcado desde distintas 
propuestas [19, 20, 21, 22] haciendo uso de archivos 
de configuración XML, programación orientada a 
aspectos, especificaciones FODA (Feature Oriented 
Domain Analysis) e incluso lenguajes formales como 
ADL. Por otro lado, el uso de modelos de metadatos 
se ha aplicado para asistir en un gran numero de 
tareas relacionadas con el proceso de desarrollo 
[23, 24, 25, 26, 27] incluyendo testeo y validación, 
inclusión de descripciones en lenguaje natural para 
facilitar búsquedas en catálogos, configuración de 
herramientas,entre otras tareas.
En nuestro trabajo, considerando los trabajos 
mencionados y de acuerdo a las particularidades 
de la LPS previamente desarrollada, se decidió 
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realizar un sistema de anotaciones basado en un 
modelo de metadatos para gestionar la variabilidad 
y mejorar la especificación de los componentes. El 
sistema de anotaciones provee un enfoque mixto 
que intenta maximizar los beneficios tanto de los 
enfoques jerárquicos así como los que producen 
modificaciones directamente sobre el código. De 
esta manera el sistema de anotaciones permite 
gestionar la variabilidad a nivel de granularidad fina 
(a nivel de código), permitiendo una mayor flexibi-
lidad y reduciendo el costo de derivación.
A su vez, provee de anotaciones de metadatos que 
proveen una detallada especificación de los aspectos 
técnicos y semánticos de los componentes aportando 
al entendimiento y trazabilidad de la línea.
ANTECEDENTES
En trabajos previos [9, 10, 11, 12] hemos desarro-
llado una LPS, en el dominio geográfico, que sirvió 
como una plataforma de servicios comunes, apli-
cados a todos los productos de la LPS, y servicios 
variables, aplicados solo a algunos productos. Dicha 
línea fue creada a partir de una metodología de 
desarrollo orientada a niveles de dominios [12, 28, 
29] la cual combina ventajas de otras metodologías 
muy referenciadas tanto en el ámbito académico 
como en la industria [2, 3, 4]. Para la construcción 
de la línea se trabajó conjuntamente con dos organi-
zaciones, el Instituto de Biología Marina y Pesquera 
“Almirante Storni”1 y con el Centro Nacional Pata-
gónico (CENPAT-CONICET)2 las cuales brindaron el 
soporte necesario para la especificación y validación 
de las funcionalidades de los dominios analizados.
A su vez, se han realizado esfuerzos para estanda-
rizar los servicios requeridos dentro de los mismos 
de manera de mejorar la comunicación entre las 
partes y partir de diseños comunes y consen-
suados. Así, entre las partes interesadas (biólogos 
e informáticos) se definió una taxonomía de servi-
cios y guías de uso de los mismos; ambas basadas 
en los estándares de servicios dentro del dominio 
geográfico. En particular se extendió la taxonomía 
definida en la ISO/DIS 191193 enfocándonos en los 
servicios del subdominio de ecología marina. Dichos 
servicios fueron utilizados para la migración del 
sistema a un enfoque de componentes de software 
[29] para permitir la implementación, utilización y 
ensamblaje de los mismos en forma independiente. 
Estos trabajos nos permitieron desarrollar la línea 
de manera incremental agrupando las funcionali-
dades en componentes de acuerdo a los servicios 
que implementan. La LPS cuenta con un arquitec-
tura de tres capas, respetando los estandartes utili-
zados para los sistemas de información geográfica. 
En la Figura 1 se pueden observar dichas capas, las 
cuales involucran, la Interfaz de Usuario, Procesa-
miento Geográfico y Modelo Geográfico; y donde 
cada una de ellas esta conformada por un grupo 
de componentes que responden a diferentes servi-
cios. De esta manera, cada uno de los componentes 
incluidos en la LPS se corresponde con un conjunto 
de servicios detallados en la taxonomía de servi-
cios definida. Por ejemplo, en la figura podemos 
observar la funcionalidad “Visualizar estadísticas 
geográficas” en donde vemos que el componente 
de Estadísticas Geográficas, perteneciente a la 
capa de Procesamiento Geográfico, implementa 
los servicios de Determinar Características en dife-
rentes zonas (PS-S 2.1) y Determinar Características 
en diferentes estaciones (PS-S 2.2); mientras que el 
componente Estadísticas Gráficas, perteneciente 
a la capa de Interfaz de usuario, implementa los 
servicios Visualizar datos por Histogramas y Visua-
lizar datos por tabla (HI-GS1.1 y HI-GS1.1 respecti-
vamente). Ademas, este componente presenta un 
punto variante que permite configurar el tipo de 
1http://www.ibmpas.org/
2http://www.cenpat.edu.ar/
3ISO/DIS 19119 : Geographic information Services, ISO/TS 2005
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visualización deseada de los datos obtenidos.
El trabajo conjunto con el IBMPAS y el CENPAT-
CONICET genero la derivación de dos productos de 
la LPS. Los servicios presentes en ambos productos 
generados son la visualización de las campañas, 
estaciones y zonas así como la visualización de dife-
rentes estadísticas en diversos formatos. Ademas de 
contar con las funcionalidades comunes, el primer 
producto, implementado para el IBMPAS, cuenta con 
servicios de creación de histogramas para observar 
diferentes estadísticas de los fenómenos de estudio, 
junto con un modulo de detección de patrones de 
distribución de especies presentado en [11]. Un 
prototipo del primer producto puede visualizarse en 
http://gissrv.fi.uncoma.edu.ar/SaoProjectUI/. Por 
otro lado, el segundo producto posibilita la creación 
de diferentes mapas para visualizar dos o mas zonas 
en paralelo. También presenta un componente de 
procesamiento encargado de analizar el avance 
(crecimiento y distribución) de determinadas espe-
cies a lo largo de un determinado periodo.
Figure 1: Arquitectura de la LPS junto diseño de componentes y servi-
cios para la funcionalidad visualizar estadísticas gegráficas.
La implementación actual de la LPS fue realizada 
mediante una tecnología puramente basada en 
componentes utilizando Enterprise Java Beans 4 
(EJB) junto con la herramienta Google Web ToolKit 5 
(GWT) para ser utilizada bajo la Web. Esta tecnología 
e infraestructura desarrollada genera una estructura 
jerárquica que permite incrementar tanto el reuso 
efectivo de la plataforma, así como la modificabi-
lidad de los componentes existentes y la creación e 
integración de los nuevos [9]. Por otro lado, la utili-
zación de la herramienta GWT nos permite generar 
sistemas web a través de un proceso de compilación 
de un conjunto de componentes específicos imple-
Figure 2: Proceso de definición del modelo de metadatos para el 
sistema de anotaciones de una LPS.
mentados en Java, los que son traducidos a código 
JavaScript y HTML equivalente.
De esta manera, se pueden distinguir dos tipos 
de componentes desarrollados. Por un lado, 
tenemos los componentes que conforman la capa 
de Interfaz de Usuario, implementados con GWT; y 
por otro lado los componentes EJB, implementados 
en lenguaje Java, que corresponden a la capa de 
Procesamiento Geográfico.
A pesar de que, todo el trabajo realizado ha gene-
rado buenos resultados a la hora de la derivación de 
los nuevos productos.
UN SISTEMA DE ANOTACIONES PARA COMPO-
NENTES DE UNA LPS
Para mejorar algunos de los aspectos mencio-
nados previamente se cero un sistema de anota-
ciones mediante la definición de un modelo de 
metadatos que nos permite representar la informa-
ción estandarizada para los dominios involucrados 
incluyendo aspectos que ayuden a la gestión de la 
variabilidad e integrabilidad de los componentes 
4Oracle, http://www.oracle.com/technetwork/java/javaee/ejb/index.html
5http://code.google.com/intl/es-ES/webtoolkit/
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implementados. Así, en esta sección describimos 
el proceso de definición de metadatos que hemos 
creado a nivel general y luego su aplicación a 
componentes Java dentro de la LPS.
PROCESO DE DEFINICIÓN DEL MODELO DE 
METADATOS
 En la Figura 2 podemos observar las tres etapas 
principales para crear los metadatos necesarios que 
conformaran luego nuestro sistema de anotaciones 
dentro de los componentes.
La figura muestra, a su vez, el detalle de las activi-
dades de la segunda etapa las cuales son necesarios 
para la especificación de otro proceso que permite 
definir, generar, y recuperar los metadatos definidos 
en los componentes.
CADA UNA DE LAS ETAPAS SE DESCRIBEN 
BREVEMENTE A CONTINUACIÓN:
1. Análisis del componente: Previo a definir los 
metadatos, los componentes deben ser anali-
zados de acuerdo al conjunto de interfaces 
que le permiten describir sus funcionalidades 
y sus requerimientos de integración. De esta 
forma podemos identificar dos elementos: la 
interfaz funcional del componente [1] y los 
requerimientos (o interfaz) arquitecturales 
[30]. La primera describe el comportamiento 
del componente, incluyendo todos los atri-
butos públicos, métodos, eventos emitidos 
y excepciones generadas. Por otro lado, los 
requerimientos arquitecturales definen las 
necesidades del componente para ser inte-
grado al resto. Dentro de estos requerimientos 
podemos encontrar el lenguaje en el que 
se implementa el componente, puntos de 
entrada, dependencias externas (librerías, 
otros componentes, bases de datos, etc.), 
Dependencias internas (en el caso que un 
componente este compuesto por otros), etc. 
De esta manera el proceso de análisis debe 
identificar todos estos elementos para poder 
ser utilizados en el siguiente paso.
2. Escritura de los metadatos: Como el proceso 
de escritura de los metadatos requiere primera-
mente de una correcta definición del modelo a 
utilizar, hemos definido un proceso general para 
tal tarea. La Figura 2 muestra cómo se organiza 
dicho proceso, identificando tres actividades:
(a) Definición de la estructura de represen-
tación: Durante esta actividad se realiza el 
análisis del problema que se desea resolver 
y a través de esto se obtiene el conjunto de 
metadatos que resulten pertinentes. Una 
vez definido dicho conjunto, se establece 
una estructura para representar los mismos. 
Existen distintos métodos de representación 
según las necesidades del problema que 
resolverán los metadatos. Por un lado, los 
metadatos pueden almacenarse en archivos 
externos mediante el uso texto plano, 
archivos XML, entre otros. Por otro lado, 
puede suceder que se almacenen de manera 
interna al código haciendo uso de comenta-
rios especialmente marcados, anotaciones, o 
alguna otra tecnología ofrecida por la plata-
forma sobre la que se desarrolla.
(b) Definición del método de generación: 
Una vez definida la estructura de repre-
sentación se establece la forma en que los 
datos serán generados. El proceso puede 
realizarse de manera manual, automática, o 
asistida. Esta tarea esta muy relacionada a la 
plataforma sobre la cual se trabaja. Durante 
la misma se utiliza la estructura de repre-
sentación definida en el paso anterior y se 
realiza un análisis tecnológico para selec-
cionar o construir el método que se usaría 
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para generar o escribir los metadatos.
(c) Definición del método de recuperación: 
Por ultimo, de acuerdo a la estructura de 
representación y al método de generación 
establecido, se define un método de recu-
peración y uso de los metadatos generados. 
Este método se encuentra muy relacionado 
a los elementos anteriormente definidos y 
puede resultar necesaria la construcción de 
herramientas para tal fin. Al igual que en la 
actividad anterior, es necesario realizar un 
análisis tecnológico de la plataforma elegida 
y realizar la selección o creación del método 
de recuperación. Durante esta actividad 
puede surgir ademas la necesidad de una 
herramienta que sea capaz de leer y mostrar 
los metadatos escritos.
Figure 3: Aplicación de los metadatos para crear el sistema de anota-
ciones a componentes de una LPS.
3. Lectura y uso: La etapa final del proceso es la 
lectura de los metadatos escritos y el uso de los 
mismos para el fin que hayan sido creados. De 
esta manera el proceso de lectura se adapta a lo 
establecido durante el proceso de definición del 
modelo y el uso estará definido por la tarea que 
se quiera cumplir. Esta tarea esta íntimamente 
relacionada con el problema a resolver, como 
por ejemplo, la automatización o asistencia en 
la ejecución de un proceso, configuración de 
herramientas, trazabilidad, entre otras.
IMPLEMENTACIÓN DEL SISTEMA DE ANOTACIONES 
UTILIZANDO JAVA PARA COMPONENTES DE UNA LPS
El proceso definido en la sección anterior (Figura 
2) puede ser aplicado directamente a componentes 
JAVA considerando a su vez particularidades de las 
LPSs. Así, en cada una de las etapas se obtienen 
una serie de diferentes artefactos que ayudaran a 
la construcción y uso de los metadatos y definirán 
el sistema de anotaciones propuesto.
En la primera etapa, análisis del componente, 
debido a que JAVA no define por defecto una 
estructura para la creación de componentes, 
toda información de interfaz, excepciones 
y eventos generados esta relacionada a los 
métodos públicos de las clases del componente. 
Si bien JAVA permite el uso del framework 
provisto por Enterprise Java Beans para desa-
rrollo de componentes, la única diferencia con lo 
antes mencionado es que los métodos públicos 
se encuentran centralizados en un único archivo 
de interfaz. Las dependencias arquitecturales 
de un proyecto JAVA pueden encontrarse en sus 
archivos de configuración (properties, classpath, 
etc). Estos archivos suelen generarse automa-
ticamente por los entornos de desarrollo utili-
zados como Eclipse6 o Net-Beans7 y de ellos se 
puede conseguir una representación escrita de 
los elementos antes mencionados.
En la segunda etapa, escritura de los meta-
datos, se deben definir los metadatos nece-
sarios para la escritura de los elementos 
identificados en la etapa anterior. Así, las tres 
actividades involucradas (Figura 2) se apli-
caron al desarrollo de metadatos para compo-
nentes JAVA dentro de las LPSs y se detallan a 
continuación:
1. Definir la estructura de representación de los 
metadatos: Como el sistema de anotaciones 
persigue dos objetivos principales, lograr la 
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representación y gestión de la variabilidad 
y promover la integrabilidad de los compo-
nentes, se definieron metadatos específicos 
para cada uno. Para el caso de la represen-
tación de la variabilidad hemos definido tres 
metadatos principales: los deltas, los puntos 
variantes y los tipos de variabilidad requeridos 
(Figura 4). Los primeros son las modificaciones 
que sufre el código para posibilitar la circuns-
tancian correcta. Estos deben corresponderse 
con variantes externas, que son aquellas que 
son implementadas en componentes externos 
o componentes, o con variantes internas 
asociadas a variabilidades implementadas en 
el mismo componente. Los segundos, repre-
sentan el lugar donde debe instanciarse o 
seleccionarse una variante correspondiente a 
una determinada variabilidad, es decir, el punto 
configurable de acuerdo a las necesidades del 
usuario. Por ultimo, los tipos de variabilidad 
son importantes ya que presentan diversas 
restricciones al momento de ser instanciados:
- Variabilidad Obligatoria: la instanciación 
de un determinado producto para el punto 
variante asociado no puede ser vacía.
- Variabilidad Opcional: la instanciación de 
las variabilidades definidas pueden estar o 
no presentes en el producto derivado. Este 
tipo de variabilidad, permite instanciar mas 
de una de las opciones posibles.
- Variabilidad Alternativa: solo es posible 
instanciar a lo sumo una de las alternativas 
presentadas.
Para el caso de los Deltas, tanto internos como 
externos, se almacena un id que lo identi-
fica unívocamente, un código para invocar el 
método correspondiente, el conjunto de libre-
rías utilizadas por el método junto con una 
descripción de la variante particular corres-
pondiente al Delta. Ademas, para los Deltas 
Externos se debe registrar el/los componente/s 
donde se implementa la variante correspon-
diente. Luego, para cada uno de los metadatos 
de Puntos Variantes sólo es necesario indicar el 
tipo de variabilidad.  Este determina las restric-
ciones al momento de realizar la configuración 
de cada punto variante. Para los metadatos de
Tipos de Variabilidad (Opcional, Alternativa 
Obligatoria), se almacenan el código de servicio 
determinado por la taxonomía de servicios [9], 
junto con una descripción del mismo. Ademas 
se registra un conjunto de pares ordenados de 
las posibles variantes junto con los Deltas que 
implementa cada una de ellas. En el caso de 
que el tipo de variabilidad sea Obligatoria, se 
debe indicar el delta por defecto.
Figure 4: Metadatos para la representación de la variabilidad.
6https://www.eclipse.org/
7https://netbeans.org/
Por otro lado, los metadatos propuestos para 
la integrabilidad se asocian principalmente con 
los aspectos de interfaz funcional y arquitec-
tural de los componentes. Con respecto a la 
interfaz funcional, es fundamental conocer la 
información publica del componente, es decir 
aquellos elementos que utiliza para comuni-
carse con otros componentes y para ser confi-
gurado. De esta manera, es necesario conocer 
los elementos que describen el comporta-
miento de un componente, incluyendo los 
métodos públicos, las variables de configura-
ción o parámetros públicos, los eventos regis-
trados y las excepciones que puede lanzar. La 
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interfaz arquitectural se refiere a todos aquellos 
requisitos del componente necesarios para poder 
ser acoplado a otros. Esta categoría incluye la 
versión de JAVA mínima para una correcta ejecu-
ción, las dependencias internas (otros compo-
nentes de la línea con los que se relaciona) y las 
dependencias externas (librerías, componentes 
de terceros, bases de datos, etc.).
Para estructurar todos estos metadatos, de 
variabilidad e integrabilidad, se decidió utilizar 
un esquema de dos elementos: una etiqueta y 
los datos relacionados a la misma. A su vez, esta 
etiqueta está formada por dos componentes: 
una categoría y una categorismo. La etiqueta 
permite identificar los metadatos y clasifi-
carlos según el ámbito al que se refieren. La 
Tabla 1 muestra el modelo final de metadatos 
propuesto para aportar a los dos objetivos. 
Por ejemplo, podemos ver que el metadato 
Funcional Interface/Method se encarga de 
mantener toda la información relacionada con 
la signatura de los métodos públicos definidos 
en un componente. Con respecto a la variabi-
lidad, podemos observar el metadato variabi-
lity opcional utilizado para demarcar un punto 
variante opcional, permitiendo definirlos 
deltas y las instancias asociadas al mismo.
2. Definir el método de generación: Debido a 
que estamos considerando componentes en 
la plataforma JAVA, hemos elegido método de 
generación acorde a la misma, haciendo uso 
de las librerías que dan soporte a JAVA Anno-
tations8. Éstas permiten insertar diferentes 
directivas a nivel de código y están estructu-
radas utilizando el carácter especial “@” junto 
con un nombre o etiqueta que las identifica. 
Las anotaciones cuentan con un conjunto de 
parámetros y presentan un objetivo y una polí-
tica de retención. En nuestro caso utilizamos 
la política de retención “source” ya que sólo 
nos interesa mantener la anotación a nivel 
de código; y como objetivo solo utilizamos 
“method” ya que para nuestra estructura 
necesitamos anotar métodos. Por ejemplo, en 
el Código 1 se puede observar la implementa-
ción para la definición de la anotación Meta 
Variabilty Optional correspondiente al meta-
dato Variability Optional (Tabla 1). En la misma 
se distinguen la política de retención utilizada 
y el objetivo junto con los parámetros corres-
pondientes. Este estilo de implementación 
se utilizó indistintamente, tanto para variabi-
lidad como para integrabilidad. Cada una de 
las anotaciones definidas varia en el objetivo 
anotado, su nombre y sus parámetros. De esta 
manera, todas las anotaciones implementadas 
comparten la misma política de retención.
Table 1: Modelo de metadatos defindo para componentes de una LPS.8http://docs.oracle.com/javase/tutorial/java/annotations/
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En la Figura 5 puede observarse el sistema de 
anotaciones definido de acuerdo al modelo de 
metadatos analizado previamente (Tabla 1). 
Esta estructura esta, al igual que el modelo de 
metadatos, también dividida en dos grupos de 
anotaciones principales, aquellas relacionadas 
con la variabilidad y aquellas relacionadas con 
la integrabilidad. A su vez cada uno de ellos se 
encuentra subdividido en dos categorías. En 
primer lugar, las anotaciones relacionadas con 
la variabilidad se dividen en Meta VariantPoint 
y los Meta Deltas que se corresponden con los 
elementos Punto Variante y Deltas de la Figura 
4. La primera categoría esta formada por las 
anotaciones @Meta Variability Optional, @
Meta VariabilityMandatory y @Meta Varia-
bility-Alternativa. Estas tres anotaciones son 
aplicadas para determinar los puntos variantes 
con su respectiva variabilidad. Cada una de 
ellas cuenta con los datos descriptos anterior-
mente. Cabe destacar que por limitaciones 
propias de la herramienta Java Annotations, 
el conjunto de pares (Instancia, Delta), el cual 
almacena las posibles variantes a través de la 
relación entre deltas e instancias, fue imple-
mentado por medio de dos arreglos simples 
de una dimensión, como puede observarse 
en la Figura 1. La segunda categoría, involucra 
a las anotaciones @Meta DeltaInternal y @
Meta DeltaExternal que son las encargadas 
de representar las diferentes modificaciones 
que sufre una LPS a nivel de código para cada 
variabilidad implementada. La distinción 
entre variante Interna y Externa nos permi-
tirá generar una herramienta de derivación 
de productos flexible, que denote un rango 
de configuraciones lo suficientemente amplio 
para abarcar tanto los pequeños cambios en el 
código (granularidad fina) así como la utiliza-
ción y composición de componentes reusables 
(granularidad gruesa). A su vez, estas anota-
ciones también se definen a nivel de métodos 
y están representadas por un Id (DeltaId) que 
lo identifica unívocamente, por el código para 
invocar el método (CallerCode), las librerías 
(CallerImports) y componentes necesarios 
para su ejecución (Components), ademas de 
una descripción específica del Delta (Instance 
Description) que indica las particularidades 
del mismo. El segundo grupo de anotaciones, 
que engloba todas aquellas relacionadas con 
la integrabilidad, se divide nuevamente en 
las dos categorías, la interfaz funcional y la 
interfaz arquitectural. La primera de las cate-
gorías incluye las anotaciones @Meta Method, 
@Meta PublicParameter, @Meta Events y @
Meta Exception. Al igual que las anteriores 
cada una de ellas posee un conjunto de pará-
metros que las describe. La anotación @Meta 
Method se escribe sobre todos los métodos 
públicos del componente y almacena su 
nombre, su lista de parámetros y su tipo de 
retorno. @Meta PublicParameter anota aque-
llos parámetros públicos del componente que 
funcionan como variables de configuración, y 
posee el nombre y el tipo de los mismos. La 
anotación @Meta Events almacena aquellos 
eventos que pueden ser generados por el 
componente y almacena su nombre, sus pará-
Código 1: Implementación de una anotación java personalizada.
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metros y el tipo del manejador necesario. Por 
ultimo, @Meta Exception almacena informa-
ción referida a todos los tipos de excepciones 
que pueden dispararse durante la ejecución 
del componente. La categoría de interfaz 
arquitectural incluye las anotaciones @Meta 
JavaVersion, @Meta External Depencies y @
Meta Internal Dependencies. La primera de 
ellas, almacena la versión mínima de JAVA 
necesaria para el correcto funcionamiento del 
componente. La segunda almacena todas las 
dependencias externas del componente (libre-
rías, bases de datos, componentes de terceros, 
etc) necesarias para que el componente pueda 
realizar sus tareas. Finalmente, Meta Internal 
Dependencies se encarga de almacenar toda la 
información relacionada con los componentes 
de la línea utilizados por el componente para 
llevar a cabo sus tareas.
Como puede observarse los puntos variantes 
no son representados por medio de anota-
ciones ya que estos sólo indican el lugar 
puntual donde debe situarse la variabilidad. En 
la siguiente sección se explica como son repre-
sentados estos puntos a nivel de código.
3. Definir el método de recuperación: Al tomar 
la decisión sobre la generación de los meta-
datos, se condiciona la definición del método 
de recuperación. Debido a que los metadatos 
se escriben de manera interna utilizando 
anotaciones y no se utilizan archivos externos 
para almacenarlos, se necesita diseñar un 
método de recuperación de los mismos. Para 
esto, y con el fin de facilitar la tarea de desa-
rrollo de herramientas que puedan leer y usar 
estos metadatos se desarrolló un Parser de 
código JAVA capaz de extraerlos y volcarlos en 
objetos de un tipo predefinido “Metadato”. 
El Parser definido solo requiere que las clases 
que los utilizan implementen la interfaz “Meta-
datable”. Se creó ademas una herramienta que 
respeta estos requerimientos y permite visua-
lizar en forma de tabla los metadatos conte-
nidos en un archivo JAVA.
Figure 5: Sistema de anotaciones para los metadatos definidos en la Tabla 1.
Para la tercera etapa, lectura y uso, se desarrolló 
una herramienta de lectura en JAVA capaz de inter-
pretar la interfaz “Metadatable”. Su objetivo es 
realizar la lectura de los metadatos escritos en el 
componente haciendo uso del parser definido. Esta 
herramienta no realiza procesamiento alguno sobre 
los elementos leídos, definiendo una “plantilla” 
para el desarrollo de otros sistemas que sí deseen 
realizarlo. Todos los elementos descriptos anterior-
mente (anotaciones, interfaz y parser) se empaque-
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taron en una librería JAR, para ser importados por 
aquellos proyectos que quieran utilizarlos.
Estos dos últimos pasos, se describirán en detalle 
en la sección siguiente aplicados a componentes de 
la LPS previamente desarrollada.
CASO DE ESTUDIO
Una vez definido el sistema de anotaciones, se 
aplico el mismo a la implementación de algunos 
servicios de la LPS desarrollada en trabajos previos. 
Para ello fue necesario modificar el conjunto de 
algunos de estos componentes que conforman la 
plataforma de la LPS, incorporando los metadatos 
de variabilidad e integrabilidad según corresponda. 
Luego se desarrolló una herramienta prototipo 
capaz de leer y mostrar los diferentes metadatos 
presentes en los componentes y asistir al proceso 
de derivación de nuevos productos. Esta herra-
mienta facilita principalmente la ejecución de 
dos tareas. Por un lado permite utilizar los datos 
recolectados para mejorar la especificación de los 
componentes, sin necesidad de aplicar técnicas 
de ingeniería inversa; y por el otro lado, asiste al 
proceso de derivación.
En el ejemplo presentado en el Código 2 se 
muestra el código del componente Estadísticas 
Gráficas (Figura 1) que incluye el modelo de meta-
datos definido. En el mismo se pueden observar las 
anotaciones asociadas a la integrabilidad como @
Publicparameter y @Meta_Method. Ademas se 
puede ver el método dummy variant Point  Mostrar-
Datos que indica el Punto Variante para la variabi-
lidad ”Mostrar Datos”, junto con una de las posibles 
variantes (”Visualización en forma de histogramas”) 
representada por Delta1. 
En la Figura 6 podemos observar la visualiza-
ción del resultado de la herramienta prototipo del 
sistema de anotaciones, aplicado al componente 
Estadísticas Gráficas. En dicha figura se pueden 
ver los datos de InternalDependencies, Exception, 
PublicParameter, JavaVersion y ExternalDepende-
cies pertenecientes a los metadados de integrabi-
lidad. Ademas podemos observar el Delta Internal 
perteneciente a los metadatos de variabilidad, el 
cual esta asociado al “Delta1” correspondiente al 
servicio de “Detección de Eventos Marinos”.
Código 2: Ejemplo código JAVA con anotaciones de integrabilidad y 
variabilidad aplicadas.
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La herramienta desarrollada permite a su vez 
asistir al proceso de derivación de productos de una 
LPS. Esta herramienta recibe como entrada la infor-
mación referente a la variabilidad recuperada de la 
lectura de los metadatos que, una vez obtenidos, 
ejecuta un proceso de reestructuración interno de 
los mismos para ser mostrados al usuario. En la 
Figura 7, puede observarse una interfaz de dicha 
asistencia, la cual presenta, a la izquierda, la taxo-
nomía de servicios geográficos, y a la derecha los 
servicios pertenecientes a cada categoría indi-
cando el tipo de variabilidad correspondiente. Por 
ejemplo, en este caso se observa para la categoría 
Interacción Humana / Visualizador Geográfico/
Manipulación de Mapas la variabilidad Opcional 
definida para el servicio Agregar Mapa junto con 
sus variantes (Clonar Mapa y Manejo y almacena-
miento de múltiples mapas).
Figure 6: Herramienta de lectura del sistema de anotaciones.
Figure 7: Intefaz para asistir al proceso de derivacion de productos de la 
LPS en base al sistema de anotaciones implementado en los componentes.
El resultado de este proceso de asistencia es el 
código instanciando las variantes seleccionas de 
todas las variabilidades presentes. El sistema de 
anotaciones definido está configurado para que 
luego de realizar la derivación de un determinado 
producto, sólo permanezcan en el código aquellos 
metadatos que asisten a la integrabilidad de compo-
nentes, eliminando aquellos que definen la variabi-
lidad. Esto implica que el producto derivado tendrá 
un código mas legible y limpio, y a su vez contar con 
la información necesaria para permitirá añadir las 
funcionalidades particulares de cada producto. De 
esta forma, el modelo de metadatos queda parcial-
mente oculto a los potenciales productos derivados.
CONCLUSIONES Y TRABAJO FUTURO
En este trabajo hemos definido un sistema de 
anotaciones sobre componentes JAVA que asisten 
a la gestión de la variabilidad y a la integrabilidad 
de los componentes. El principal aporte del sistema 
de anotaciones es un modelo de metadatos gene-
rado, el cual contempla la información mas rele-
vante a ser mantenida dentro de los componentes 
para maximizar su uso, tanto en la derivación de 
los productos como en la integración de unos con 
otros. Nuestros trabajos previos, en donde hemos 
generado varios artefactos para el desarrollo una 
LPS basada en componentes reusables, nos brin-
daron el soporte necesario para aplicar el sistema de 
anotaciones sobre experiencias reales que puedan 
medir el impacto de la aplicación del mismo y los 
beneficios obtenidos. Si bien sabemos que el uso 
de las anotaciones agrega una tarea mas a los desa-
rrolladores y es susceptible a errores cometidos al 
completar los metadatos, simplifica luego la tarea 
de un análisis automatizado mediante una herra-
mienta que dependa de ellos. Para ilustrar esto, 
hemos desarrollado una herramienta prototipo que 
utiliza el sistema de anotaciones para soportar el 
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proceso de derivación de nuevos productos en una 
LPS y permite recuperar sus requerimientos técnicos 
y semánticos. Como trabajo futuro, se propone cons-
truir, por un lado, herramientas que asistan al proceso 
de anotación de los componentes para minimizar la 
posible tasa de error en el rellenado de los mismos. 
A su vez, es necesario conducir tareas de validación 
que permitan evaluar este sistema de anotaciones 
mediante dos parámetros principales: medir costo 
y esfuerzo de reimplementar el sistema de anota-
ciones sobre componentes previamente desarro-
llados, y medir los beneficios obtenidos a la hora de 
derivar nuevos productos y utilizar su especificación 
para fines como la trazabilidad o composición.
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