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Referat 
Die vorliegende Bachelorarbeit beschäftigt sich mit den neuen 
nativen Transformationsmöglichkeiten des Flash Players in der 
Version 10. Zunächst wird ein näherer Blick auf die Geschichte 
der Technologie Flash und im Besonderen auf dessen 
Scriptsprache ActionScript geworfen. Im Anschluss werden die 
konkreten Untersuchungsbeispiele vorgestellt und die Unter-
suchungsmethoden erläutert. Auf Grundlage der erhobenen 
Daten erfolgt am Ende ein qualifiziertes Fazit. 
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 wird seit geraumer Zeit gearbeitet, aber Flash ist auf 
diesem Gebiet schon etwas länger vertreten. Und mit dem Er-
scheinen der zehnten Version des Flash Players war es nur lo-
gisch, sich damit zu beschäftigen. 
                                           
1 http://www.khronos.org/news/press/releases/khronos 
-webgl-initiative-hardware-accelerated-3d-graphics-internet/ 
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1. Einleitung 
Am 15. März 2008 veröffentlichte die Adobe Systems 
Incorporated die erste Beta-Version des Flash Player 10.2 3 Mit 
ihr wurden auch gleich erste Beispiele zu den  Fähigkeiten des 
neuen Releases auf einer eigens dafür eingerichteten Website 
auf Adobes Plattform labs.adobe.com4 bereitgestellt. Als größ-
te Neuerung wurden die erweiterten nativen Darstellungsmög-
lichkeiten angepriesen. Dazu zählte neben einer deutlich ver-
besserten Textrenderingengine5 auch die Unterstützung für die 
dreidimensionale Darstellung von graphischen Objekten6. 
Letzteres scheint eine Reaktion seitens Adobe auf die wach-
sende Anzahl von 3D-Frameworks für den Flash Player 9 und 
ActionScript 3.0 zu sein. Bekannte Implementierungen dafür 
sind unter anderem Papervision3D7 und Away3D8, die unter 
einer Open-Source-Lizenz angeboten werden, sowie das 
kommerzielle Alternativa3D9
                                           
2 http://www.golem.de/showhigh2.php?file=/0805/ 
. Diese beispielhaft genannten 
3D-Engines haben die Möglichkeiten und Fähigkeiten des Flash 
Player 9 in Verbindung mit ActionScript 3.0 aufgezeigt, aber 
59705.html 
3 http://www.heise.de/newsticker/Erste-Beta-des-Flash- 
Player-10-liegt-vor--/meldung/107905 
4 http://labs.adobe.com/technologies/flashplayer10/demos/ 
5 http://www.adobe.com/devnet/logged_in/ 
jchurch_flashplayer10.html 
6 http://labs.adobe.com/technologies/flashplayer10/demos/ 
7 http://www.papervision3d.org 
8 http://www.away3d.com 
9 http://www.alternativaplatform.com/en/ 
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auch deren Grenzen offenbart. Durch die enorm verbesserte 
Leistungsfähigkeit des Flash Players – hier speziell die kom-
plett neue AVM210
Hier kommt der neue Flash Player 10 ins Spiel, da er, 
wie eingangs beschrieben, Unterstützung für die beschleunigte 
dreidimensionale Darstellung graphischer Objekte bietet. Das 
heißt, dass im Idealfall kein komplizierter Algorithmus ge-
schrieben, sondern einfach nur eine native Funktion oder Ei-
genschaft eines graphischen Objekts bemüht werden muss. 
Beispiele hierfür sind die Rotation um die drei Achsen sowie 
die Bewegung eines Objektes entlang der z-Achse mit korrek-
ter perspektivischer Veränderung. 
 – ermöglichte seit Erscheinen des Flash 
Player 9 eine rapide Entwicklung hin zu Präsentationen in 3D. 
Es gab zwar schon früher ähnliche Ansätze mit älteren Versio-
nen des Flash Players, diese scheiterten aber an deren be-
grenzter Leistungsfähigkeit. 
Ziel dieser wissenschaftlichen Arbeit ist der Vergleich 
der Leistungsfähigkeit von bekannten 3D-Frameworks für den 
Flash Player 9, mit der nativen 3D-Unterstützung des Flash 
Player 10 mittels verschiedener Kriterien. Angesichts des im-
merwährenden Fortschritts bei den Webtechnologien, ist diese 
Arbeit vor allem für Flashentwickler interessant, aber genauso 
auch für Spieleentwickler, die sich in jüngster Vergangenheit 
mit den bekannten 3D-Engines für ActionScript 3.0 befasst 
haben. Weiterhin wären neue Bedienkonzepte in Flash denkbar, 
                                           
10 ActionScript 3.0 Virtual Machine, die Virtuelle Maschine zur 
Ausführung von ActionScript-3.0-Code 
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die auf die native 3D-Beschleunigung aufbauen, genauso wie 
Produktpräsentationen in 3D11
- Resourcenverbrauch (Höhe des Speicherverbrauchs 
sowie Auslastung des Systems) 
. Zur Untersuchung werden drei 
einfache Anwendungsbeispiele, die eine räumliche Darstellung 
ermöglichen, verwendet. Diese werden in separaten Kapiteln 
näher erläutert. Um eine Vergleichbarkeit zu gewährleisten, 
werden alle Anwendungsbeispiele in vier Versionen program-
miert – eine für den Flash Player 10 sowie drei für den Flash 
Player 9. Letztere implementieren dabei die 3D-Frameworks 
Alternativa3D, Away3D sowie Papervision3D. Diese kleinen 
Programme werden dann anhand dreier Grundkriterien unter-
sucht: 
- Aufwand (Programmieraufwand, Komplexität der Al-
gorithmen) 
- Qualität (Bildqualität, sonstige Auffälligkeiten bei 
der Darstellung) 
Die einzelnen Kriterien werden im späteren Verlauf der 
Arbeit näher erläutert. 
                                           
11 http://www.adobe.com/devnet/logged_in/ 
jchurch_flashplayer10.html 
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2. Zielsetzung 
In der Online-Werbewirtschaft ist es im Zusammenhang 
mit der Technologie Flash essentiell, sich bei einem Projekt 
Gedanken über wichtige technische Aspekte des Endproduktes 
zu machen. Unter anderem stellen sich dabei gewöhnlich fol-
gende Fragen: 
- Welche Flash Player Version wird als minimale Vo-
raussetzung benötigt? 
- Wie aufwendig ist die grafische Darstellung? 
- Wie hoch ist die maximal erlaubte Dateigröße des 
Flash-Films? 
Die erste Frage nach der Version des benötigten Flash 
Players richtet sich hauptsächlich nach der angepeilten Ziel-
gruppe. Allgemein nimmt man an, dass es einfach eine mög-
lichst alte Flash Player Version sein sollte. Branchenüblich wäre 
derzeit wohl Version 8 aus dem Jahr 2005. In die Entscheidung 
nach der Version des Flash Players bezieht man für gewöhnlich 
auch die sogenannte „Flash Player Version Penetration“ mit ein. 
Diese trifft eine Aussage über die allgemeine Verbreitung des 
Flash Players im Internet. Dabei werden verschiedene Websta-
tistiken ausgewertet. Adobe stellt die Ergebnisse der Erhebung 
auf ihrer Website zur Verfügung12
                                           
12 http://www.adobe.com/products/player_census/ 
. Bei sogenannten Microsites, 
flashplayer/version_penetration.html 
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also kleineren Websites komplett in Flash, nimmt man für ge-
wöhnlich eine neuere Version. 
Die zweite Frage entscheidet ebenfalls über die Flash 
Player Version. Bei einfachen grafischen Darstellungen spielt 
diese meist keine Rolle. Soll es aufwendiger werden, zum Bei-
spiel mit Weichzeichnung oder Bitmap-Manipulation, dann ist 
Flash Player 8 als Minimum Pflicht. Geht das Ganze dann auch 
noch in die dritte Dimension, dann kommt man um 
ActionScript 3.0 und mindestens Flash Player 9 nicht mehr her-
um, da ältere Versionen einfach nicht leistungsfähig genug für 
die dazu erforderlichen Berechnungen sind. Über die genauen 
Fähigkeiten und Besonderheiten der Flash Player Versionen 
wird in einem späteren Kapitel ausführlich eingegangen. 
Die dritte Frage betrifft eigentlich hauptsächlich Werbe-
banner. Im Allgemeinen beträgt die Dateigröße eines Werbe-
banners maximal 30 Kilobyte – aufwendige Grafiken dabei 
nicht mehr sinnvoll. Eine räumliche Darstellung ist deshalb ei-
gentlich gar nicht mehr möglich, dies ginge dann nur noch 
über entsprechende zweidimensionale Verzerrungen. 
Microsites sind von einem Dateigrößen-Limit nur selten be-
troffen. Ein Art unverbindliches Limit liegt hier bei maximal 
drei bis fünf Megabyte. Deutlich höhere Volumen sind eher 
nicht ratsam. Gestreamte oder dynamisch nachgeladene Inhalte 
betreffen aber nicht. 
Wie bereits in der Einleitung erwähnt, soll es nun mög-
lich sein, grafische Objekte, sogenannte DisplayObjects, drei-
dimensional zu transformieren. Dazu ist kein spezielles 3D-
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Framework wie Papervision3D notwendig, dies geschieht nun-
mehr nativ in der virtuellen Maschine des Flash Players. Der 
Ballast durch ein entsprechendes Framework entfällt dadurch, 
was in einer geringeren Dateigröße des Flash-Films resultiert. 
Nutzt man alle Möglichkeiten der aktuellen Beta-Version von 
Papervision3D, dann müsste man mit etwa 450 Kilobyte zu-
sätzlichen Speicherverbrauchs rechnen, bei simplen 3D-Szenen 
wären es immer noch etwa 100 Kilobyte. Für Werbebanner ist 
das natürlich deutlich zu viel. Mit den nativen Möglichkeiten 
des neuen Flash Players wäre eine primitive 3D-Szene als Wer-
bebanner ohne Weiteres möglich und platzsparend, was ohne 
Zweifel einen Vorteil für den neuen Flash Player 10 bedeutet. 
Des Weiteren kann es bei aufwendigen Microsites zu 
enormen Leistungseinbrüchen unter anderem durch erhöhten 
Speicherverbrauch kommen. Ältere Computer sind davon meist 
aufgrund geringeren Arbeitsspeichers stärker betroffen. An-
ders könnte dies mit dem neuen Flash Player aussehen – zu-
mindest theoretisch. An dieser Stelle sollte erwähnt werden, 
dass die Nutzung von 3D-Frameworks nicht zwangsläufig mit 
den oben genannten Problemen einhergehen muss, es besteht 
aber eine erhöhte Gefahr. 
Hier setzt diese Bachelorarbeit an. Mit ihr soll unter-
sucht werden, inwieweit die Neuerungen des neuesten  Flash 
Players hier Besserung versprechen. Damit soll sie auch eine 
Hilfestellung für Flash-Entwickler sein, fundierte Entscheidun-
gen und Empfehlungen für zukünftige Projekte machen zu 
können. Mit Hilfe der Untersuchung bestimmter Aspekte des 
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neuen Flash Player 10 soll eine Aussage über den effektiven 
Einsatz der neuen Möglichkeiten getroffen werden. Es stellt 
sich dabei die Frage, ob der Einsatz eines 3D-Frameworks in 
Verbindung mit dem Flash Player 9 lohnt oder ob man nicht 
doch auf den Flash Player 10 setzt, der eine eventuell bessere 
Leistung mit geringerem Speicherverbrauch bietet, auch wenn 
man dadurch eine eingeschränkte Reichweite durch die derzei-
tige Verbreitung von Version 10 hinnehmen muss. 
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3. Flash und ActionScript 
Das nun folgende Kapitel beschäftigt sich ausführlicher 
mit der Technologie Flash und ihrer Geschichte. Einen beson-
deren Schwerpunkt dabei bildet ActionScript, dessen Entwick-
lung und Sprach-Elemente im Hinblick auf das Thema dieser 
Arbeit genauer betrachtet werden. 
Flash ist eine plattformübergreifende Technologie zur 
Darstellung interaktiver und multimedialer Inhalte, die mittler-
weile auf vielfältige Art und Weise im Einsatz ist. Ursprünglich 
als Plugin für den Netscape-Browser und später auch den In-
ternet Explorer zur Darstellung animierter Vektorgrafiken ent-
wickelt, kamen im Laufe der Zeit weitere Einsatzgebiete hinzu. 
So traten mit dem Erfolg des sogenannten Web2.0 die Video- 
und Audio-Funktionalitäten mehr und mehr in den Vorder-
grund, was besonders am enormen Erfolg von Youtube und 
MySpace erkennbar ist.13
Mittlerweile wird Flash auch auf mobilen Geräten in 
Form von FlashLite eingesetzt, einer abgespeckten Version des 
eigentlichen Flash Players. Aber auch in anderer Software ist 
Flash zu finden. So wurde im Spiel „Grand Theft Auto 4“ des 
amerikanischen Unternehmens Rockstar Games das Menü mit 
Hilfe von Flash realisiert, auch Interface-Elemente der 
„CryEngine“, einer 3D-Engine der deutschen Firma Crytek, nut-
 
                                           
13 Create or Die – Video Revolution online, S. 65ff. 
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zen diese Technologie14
 
. Der Vorteil dabei ist die kurze Ent-
wicklungszeit der Elemente, wodurch dann mehr Ressourcen 
für kritischere Teile des Entwicklungsprozesses zur Verfügung 
stehen. 
Abbildung 1, Interface-Beschreibung der "CryEngine", man beachte "DYNA-
MIC FLASH ASSETS" 
Ein weiteres Einsatzgebiet ist der Desktop. Wurden 
Flash-Anwendungen dank Zusatztechnologien wie zum Bei-
spiel Zinc15 teilweise auch schon früher als Desktopprogramme 
genutzt, geht Adobe seit dem Februar 2008 den Weg über die 
Adobe Integrated Runtime (kurz AIR).16
                                           
14 http://www.golem.de/showhigh2.php?file= 
 Diese Software ist mit 
der Java Laufzeitumgebung von Sun vergleichbar, die zum 
Ausführen von in Java entwickelten Programmen erforderlich 
ist. AIR unterstützt dabei nicht nur Flash, sondern auch HTML, 
JavaScript und CSS. Adobe setzt bereits entsprechende Anwen-
dungen in den eigenen Produkten als Zusatz ein und bietet 
/0908/69105.html 
15 http://www.multidmedia.com/software/zinc/ 
16 http://www.golem.de/0802/57918.html 
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dazu auch eine Schnittstelle an. Ein Beispiel dafür ist Kuler17
                                           
17 http://kuler.adobe.com/ 
, 
welches zur Erstellung von und zum Arbeiten mit Farbpaletten 
in diversen Programmen der Creative Suite 4, wie zum Beispiel 
Photoshop und Flash, zur Verfügung steht. 
 Seite | 13  
 
3.1. Die Geschichte von Flash 
Die Geschichte von Flash beginnt etwa 1993 mit der 
Idee eines Zeichenprogramms, das speziell auf die Arbeit mit 
elektronischen Stiften auf dem Computer-Monitor ausgelegt 
sein soll. Das geplante Programm SmartSketch des jungen 
Startup-Unternehmens FutureWave Software betritt damit ein 
noch junges und wenig bedachtes Geschäftsfeld im Grafikbe-
reich. SmartSketch basiert dabei auf ein ebenso junges Be-
triebssystem der Firma Go. 1994 wird Go von AT&T aufgekauft 
und die Entwicklung an deren Betriebssystem eingestellt. Damit 
steht FutureWave ohne Markt für SmartSketch da und muss 
sich umorientieren. Der nächste Schritt ist, die eigene Software 
an Windows und Macintosh anzupassen, wodurch man dann 
aber mit Größen wie FreeHand von Aldus (später von 
Macromedia übernommen) und Illustrator von Adobe konkur-
rieren muss. 
1995 ist  FutureWave dann auf der SIGGRAPH18
                                           
18 SIGGRAPH: Special Interest Group on GRAPHics and Inter-
active Techniques – Eine jährliche international Konferenz zum The-
ma Computer-Grafik 
 vertre-
ten und präsentiert SmartSketch einem professionellen Publi-
kum. Dabei erhält man hauptsächlich die Bitte, daraus doch ein 
Animationsprogramm zu entwickeln. Zeitgleich registriert man 
den bemerkenswerten Erfolg des noch jungen Internets und 
erkennt früh dessen Chancen. Der erste Schritt ist nun, 
SmartSketch mit Funktionalitäten für Animationen zu erwei-
tern. Da die damalig einzige Möglichkeit zur Darstellung von 
 Seite | 14  
 
animierten Vektorgrafiken in Java besteht, entwickelte man ein 
erstes Java-Programm. Dessen Leistungsfähigkeit liegt aber 
noch weit unter dem, was man sich vorstellt. Ende 1995 veröf-
fentlicht dann Netscape seine Programmschnittstelle, die es 
möglich machen soll, den Browser Netscape Navigator mit 
Plugins zu erweitern. Darin sieht FutureWave eine Chance, ent-
wickelt ein erstes Plugin und veröffentlicht im Zuge dessen im 
Mai 1996 den FutureSplash Animator. Erste große Interessen-
ten finden sich schnell in Microsoft und Disney, die die neue 
Technologie in ihre Webauftritte sowie andere Produkte integ-
rieren. Ende 1996 wird dann auch Macromedia aufmerksam, 
kauft FutureWave Software und fügt den FutureSplash Animator 
der eigenen Produktpalette hinzu – Macromedia Flash 1.0 ist 
geboren.19
Macromedia Flash entwickelt sich zu einem ernstzu-
nehmenden Produkt und steigt in der Bedeutung für das Inter-
net mit dessen Entwicklung und Erfolg. Die Webdesigner er-
kennen schnell die Möglichkeiten und bald gibt es erste größe-
re Projekte und Animationen im Internet. Im Folgenden werden 
wichtige Meilensteine in der Entwicklung von Flash aufgezählt: 
 
- 1998: Unterstützung für MP3-Audio-Kompression 
in Flash 3 
- 1999: MP3-Streaming in Flash 4 
- 2000: ActionScript 1.0 in Flash 5 
- 2002: Video-Kompression mit Sorenson Spark in 
Flash 6 (MX) 
                                           
19 http://www.adobe.com/macromedia/events/john_gay/ 
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- 2003: ActionScript 2.0 sowie das FLV-Videoformat 
in Flash 7 (MX 2004) 
- 2005: Neuer Video-Codec On2 VP6, Bitmap-
Verarbeitung mit ActionScript in Flash 8 sowie Über-
nahme von Macromedia, Inc durch die Adobe Sys-
tems, Inc. 
- 2006: ActionScript 3.0, neue virtuelle Maschine 
AVM2 für den Flash Player in Flash 9 (CS3) 
- 2007: Unterstützung für H264-Video- und AAC-
Audio-Kompression in Flash Player 9 Update 3 
- 2008: Erweiterungen für ActionScript 3.0, erweitere 
3D-Transformationen, neue Textrenderingengine 
und Inverse Kinematik in Flash 10 (CS4) 
Laut Adobe liegt die Verbreitung des Flash Players bei 
etwa 98 bis 99 % weltweit20
                                           
20 http://www.adobe.com/products/player_census/ 
, tatsächlich dürfte diese aber ein 
wenig niedriger ausfallen, entsprechende Erhebungen sind lei-
der mit Vorsicht zu genießen, da niemand aufgrund der Größe 
des Internets und der Menge an Benutzern für eine Repräsen-
tativität der Daten sorgen kann. Dennoch ist Flash damit ein 
De-facto-Standard für interaktive Grafiken im Internet – und 
das ohne wirklich ernstzunehmenden Konkurrenten. Mit 
Silverlight hat zum Beispiel Microsoft ein Konkurrenzprodukt 
anzubieten, dessen Erfolg sich aber in Grenzen hält. Laut 
StatOwl.com lag die Verbreitung im Juni 2009 bei unter 30 
flashplayer/version_penetration.html 
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Prozent21
Eine weitere Alternative stellt der freie Standard SVG
, wobei dieser Wert ebenso mangels Repräsentativität 
mit Vorsicht zu genießen ist. Es ist möglich, dass die Verbrei-
tung deutlich höher ist, da Microsoft sein Konkurrenzprodukt 
über das Windows-eigene Update-System anbietet. Dennoch 
ist Silverlight bisher recht unbedeutend für den Markt. 
22 
dar. Die Spezifikation des World Wide Web Consortiums (W3C) 
beschreibt die Darstellung von Vektorgrafiken auf Basis von 
XML. Eine besonders starke Verbreitung genießt SVG in mobi-
len Geräten sowie unter dem freien Betriebssystem Linux. Un-
ter den Browsern ist das Bild sehr uneinheitlich. Besonders der 
Internet Explorer fällt mit komplett fehlender Unterstützung 
auf. Abhilfe schafft da ein Plugin von Adobe23, das aber nicht 
mehr weiterentwickelt wird24. Im Web hat SVG momentan im 
Vergleich zu Flash eine eher nachrangige Bedeutung.25
 
 
                                           
21 http://www.statowl.com/ 
custom_ria_market_penetration.php 
22 Scalable Vector Graphics, http://www.w3.org/TR/SVG11/ 
23 http://www.adobe.com/svg/viewer/install/ 
mainframed.html 
24 http://www.adobe.com/svg/eol.html 
25 Petzold, 2008 
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3.2. ActionScript 
Die Geschichte von ActionScript reicht zwar nicht ganz 
so weit zurück, wie die von Flash an sich, aber dennoch ist die 
Scriptsprache ein wesentlicher Bestandteil davon und ohne ihr 
lässt sich der Erfolg des Flash Players nicht vollständig erfas-
sen. Ohne die damit denkbaren Interaktionsmöglichkeiten, 
hätte Flash wahrscheinlich nicht die Bedeutung erlangt, die es 
heute hat. 
 
3.2.1. Die Anfänge 
Erste rudimentäre Implementierungen einer 
Scriptsprache in Form von Zeitleistensteuerung und simplen 
Ereignissen bieten Flash 2 und 3. Flash 4 implementiert erst-
mals auch bedingte Anweisungen und Schleifen. Man kann Ein-
gabefelder verwenden und über CGI-gestützten26
Mit Flash 5 wird die eigene Scriptsprache komplett neu 
nach dem Standard ECMA-262
 Datenaus-
tausch sind nun auch Formulare in Flash möglich. 
27
                                           
26 CGI – Common Gateway Interface: Standard zur Kommuni-
kation mit einem Webserver 
 entwickelt, worauf auch Ja-
vaScript basiert. Es entsteht mit ActionScript 1.0 eine prototy-
pische Scriptsprache, die nun weitaus mächtiger ist als die Ver-
sion in Flash 4. Prototypisches Programmieren ist dabei eine 
Art Objektorientierung, wie man sie zum Beispiel von Java 
27http://www.ecma-international.org/publications/ 
standards/Ecma-262.htm 
 Seite | 18  
 
kennt, wobei sie nicht so strikt sondern vielmehr sehr dyna-
misch funktioniert. Neue Objekte werden quasi zur Laufzeit 
erzeugt, um bestehende zu erweitern. Im Folgenden soll ein 
Beispiel eine solche prototypenbasierte Programmierung ver-
deutlichen. 
 
Abbildung 2, Beispiel einer prototypenbasierte Programmierung 
Der Vorteil dieser Programmierung liegt in der flexible-
ren Implementierung neuer Datentypen und Anweisungen zur 
Laufzeit. Der Nachteil ist dabei aber, dass der Quelltext bei 
umfangreicheren Projekten schwerer zu warten ist. Der Compi-
ler ist zudem auch – aufgrund der Flexibilität und Erweiterbar-
keit zur Laufzeit – nicht in der Lage, den Maschinencode zu 
optimieren, was im Endeffekt zu Leistungsengpässen führen 
kann. 
Flash 6, auch Flash MX genannt, bringt Optimierungen 
in der Scriptsprache und weitere Neuerungen mit sich. Die Auf-
fälligste ist die Drawing-API, die Programmschnittstelle zum 
Zeichnen von Vektorformen zur Laufzeit. Per Script kann man 
nun zum Beispiel ein Malprogramm schreiben – was das klassi-
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sche Anwendungsbeispiel dazu darstellt. Weiterhin sind damit 
zur Laufzeit Veränderungen in Vektorformen möglich, zum 
Beispiel aufgrund von Nutzereingaben oder ähnlichen verän-
derlichen Erhebungen. 
Eine weitere Neuerung ist die LocalConnection28
 
. Dieser 
neue Datentyp erlaubt die Kommunikation zwischen zwei oder 
mehr physisch voneinander getrennten Flashfilmen auf einer 
Website oder gar auf zwei oder mehr unterschiedlichen Web-
seiten. Die LocalConnection wird oft in Werbebanner verwen-
det, wenn sie voneinander abhängige Animationen enthalten. 
Dabei müssen die Filme über die lokale Verbindung synchroni-
siert werden. Mit der Einführung von ActionScript 3.0 und der 
neuen AVM2 gibt es nun auch ein weiteres Einsatzgebiet: die 
Kommunikation zwischen AVM1- (bis Flash 8 und ActionScript 
2.0) und AVM2-Filmen (ab Flash 9 und ActionScript 3.0). Es ist 
zwar mit ActionScript 3.0 möglich, ältere Flash-Movies zu la-
den und anzuzeigen, aber man kann kaum mit ihnen arbeiten. 
Das geht dann mit Hilfe der LocalConnection. Dieser Weg 
macht aber nur dann Sinn, wenn die Portierung der bestehen-
den Anwendung auf ActionScript 3.0 deutlich mehr Zeit in An-
spruch nehmen würde, als eine Implementierung der 
LocalConnection. 
                                           
28 „local connection“: lokale Verbindung, die nur Flash-
Movies auf dem Rechner und nicht darüber hinaus verbindet 
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3.2.2. ActionScript 2.0 
Flash 7 - oder MX 2004 – bietet die bis dahin für Pro-
grammierer interessanteste Neuerung: ActionScript 2.0. Zwar 
nur ein Aufsatz auf die bisherige prototypische Objektstruktur, 
ist die neue Version dennoch eine sinnvolle Erweiterung, die 
die Entwicklung erheblich vereinfacht und optimiert, denn nun 
kann man die gesamte Code-Basis in eine Klassenstruktur 
ähnlich wie in Java packen. Damit einher gehen die weiteren 
Vorteile der klassenbasierten objektorientierten Programmie-
rung. Polymorphie ermöglicht es zum Beispiel, unterschiedliche 
Datentypen beispielsweise über ein Interface29
                                           
29 Interface: Schnittstelle, die Funktionen definiert, die von 
Klassen, welche das Interface implementieren, angeboten werden 
müssen 
 anzusprechen, 
ohne dass der eigentliche Datentyp bekannt sein muss. Das 
Gleiche gilt auch für Subklassen, die alle über Funktionen ihrer 
gemeinsamen Basisklasse angesprochen werden können. Diese 
Eigenschaft nennt man Vererbung. Dabei erbt eine neue Klasse 
die Funktionen und Eigenschaften ihrer Basisklasse und über-
schreibt oder erweitert sie bei Bedarf um neue Funktionen oder 
Eigenschaften. Eine weitere wichtige Eigenschaft der klassen-
basierten Objektorientierung ist die sogenannte Datenkapse-
lung. Schlüsselwörter wie „public“ oder „private“ erlauben es, 
Zugriffe auf Methoden und Variablen freizugeben bzw. zu 
sperren. Damit lassen sich die Schnittstellen der Klassen von 
außen auf das Nötigste reduzieren und interne Algorithmen 
nach außen verbergen. Auch in diesem Fall können Interfaces 
helfen. 
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Abbildung 3, Beispiel einer klassenbasierten Programmierung 
Mit Flash 8 wird die Anzeigefähigkeiten von 
ActionScript mehr bedacht. So gibt es nun mehrere neue Klas-
sen, die die geometrische Programmierung in Flash vereinfa-
chen. Die Matrix- und die Transform-Klasse arbeiten dabei 
eng zusammen und ermöglichen Verzerrungen und andere 
Transformationen mit ActionScript. Rudimentäre 3D-
Frameworks und Pseudo-3D-Effekte30
Der bedeutendste Neuzugang zu ActionScript sind aber 
die Bitmap-Filter sowie die neue BitmapData-Klasse. Die Filter 
erlauben nun Veränderungen an MovieClips und Bildern, wie 
man sie sonst nur aus Bildbearbeitungsprogrammen wie Pho-
toshop kennt. Somit sind besonders leicht für das Web2.0 typi-
sche Effekte wie Schatten, Glühen oder Weichzeichnen möglich. 
 sind damit nun einfa-
cher. 
                                           
30 http://www.flashsandy.org/ 
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Die Neuerungen sind sehr weitreichend und erlauben unter-
schiedliche optische Anpassungen zur Laufzeit. 
Die BitmapData-Klasse lässt weitere Effekte zu. Mit ihr 
lassen sich zum Beispiel mehrere MovieClips in eine Bitmap-
Grafik zeichnen, wobei sich diese dann bequem über ihre Al-
pha- und Positionseigenschaften animieren lässt. Dadurch las-
sen mitunter Leistungsengpässe durch übermäßig viele Vek-
torelemente vermeiden. Die BitmapData-Klasse ist auch für 
3D-Effekte notwendig. Dabei dient sie als Textur eines Drei-
ecks, das je nach Positionierung und Ausrichtung im dreidi-
mensionalen Raum entsprechend verzerrt wird. In Kombination 
mit weiteren Dreiecken lassen sich daraus komplexe Körper 
bilden.31
 
 
3.2.3. ActionScript 3.0 
Im Zuge der Übernahme von Macromedia durch Adobe 
Ende 200532
                                           
31 http://help.adobe.com/en_US/AS2LCR/Flash_10.0/ 
 und der Entwicklung an Flex 2 wird eine neue 
Scriptsprache im Hinblick auf die gestiegenen Anforderungen 
an Flash entwickelt: ActionScript 3.0. Diese neue Version bringt 
wesentliche Neuerungen mit sich, die die Entwicklung von 
Flash-Projekten deutlich fehlerresistenter, standardkonformer 
und strikter machen soll. 
32 http://www.adobe.com/aboutadobe/pressroom/ 
pressreleases/200512/ 
120505AdobeAcquiresMacromedia.html 
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Als Unterbau für ActionScript 3.0 kommt die neue Vir-
tuelle Maschine AVM2 hinzu, die eine deutliche höhere Leis-
tung und schnellere Ausführung von ActionScript-Code ver-
spricht. Geschwindigkeitsvergleiche33 und Frameworks für die 
unterschiedlichsten Ansprüche34 35 36 37 38 bestätigen schnell 
diesen Zuwachs an Leistung. Damit einhergehend wir die 
Scriptsprache basierend auf den ECMA-Standard ECMAScript 
439 40
                                           
33 http://blog.greensock.com/tweening-speed-test/ 
 neu konzipiert. Die Syntax wurde wesentlich angepasst 
und gleicht nunmehr Java. Es gibt Packages, in denen die Klas-
sen organisiert sind, und der objektorientierte Ansatz wurde 
deutlicher gemacht. Die Datenkapselung ist nun vielfältiger, 
mit dem Schlüsselwort „private“ versehene Bezeichner sind nur 
noch klassen-intern zugreifbar, mit „protected“ gekennzeich-
nete Variablen und Funktionen können auch von den Subklas-
sen verarbeitet werden und mit „internal“ erlaubt man den Zu-
griff nur noch package-intern. Mit Hilfe der neu hinzugekom-
menen Namespaces kann man diese Kapselung noch weiter 
aufschlüsseln. Bei XML-Verarbeitung ist die Arbeit mit 
Namespaces besonders wichtig, wenn man zum Beispiel mit 
XHTML-Dateien arbeitet. Das gleiche trifft natürlich auch auf 
34 http://www.papervision3d.org/ 
35 http://away3d.com/ 
36 http://nochump.com/blog/?p=15 
37 http://box2dflash.sourceforge.net/ 
38 http://code.google.com/p/as3corelib/ 
39 http://www.ecmascript.org/es4/spec/overview.pdf 
40 http://www.golem.de/0808/61775.html 
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andere XML-basierte Standards zu, die mit eigenen Namens-
räumen arbeiten. 
Die AVM2 überprüft auch zur Laufzeit die Datentypen 
und wirft Fehler (Exceptions im Java-Jargon), die entsprechend 
behandelt werden müssen. Zum Beispiel wird ein Fehler gewor-
fen, wenn eine Variable mit dem Datentyp Number in eine Va-
riable mit dem Datentyp String gespeichert wird, da beide nicht 
kompatibel zueinander sind. Dadurch wird man zu einer strik-
teren Programmierung verleitet, die zudem die Wartung be-
sonders in großen Projekten deutlich erleichtert. Es ist auch 
möglich, eigene Fehlertypen zu erstellen und einzusetzen. Das 
erleichtert besonders die Fehlersuche. 
Eine weitere neue Implementierung ist E4X, ECMAScript 
for XML41
                                           
41 http://www.ecma-international.org/publications/  
, eine Spezifikation, die  beschreibt, wie XML-Daten 
verarbeitet werden. Im Vergleich zum XML-Datentyp in 
ActionScript 2.0, in dem über generalisierte Methoden und Ei-
genschaften auf die Inhalte einer XML zugegriffen werden 
konnte, lassen sich die Daten nun objektorientiert und damit 
wesentlich einfacher auslesen, besonders wenn man mit dem 
Aufbau der XML-Datei vertraut ist. Ein Beispiel soll den Unter-
schied verdeutlichen: 
files/ECMA-ST/Ecma-357.pdf 
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Abbildung 4, Beispiel einer XML-Verarbeitung in ActionScript 2.0 und 3.0 
Eine der weitreichendsten Neuerungen betrifft wohl die 
Display-Liste, einer hierarchischen Ansammlung von Display-
Objekten. In ActionScript 2.0 wird alles mit Hilfe von 
MovieClips dargestellt, mit ihnen lassen sich neue erstellen, 
Objekte aus der Bibliothek auf die Bühne holen und Textfelder 
erzeugen. Das Stage-Objekt, die globale Bühne im Flash Player, 
ist eine Klasse mit statischen Eigenschaften. 
In ActionScript 3.0 tritt die Klasse MovieClip deutlich in 
den Hintergrund und erweitert die mächtige Sprite-Klasse le-
diglich um die zusätzlichen Funktionen für die Zeitleistensteu-
erung. MovieClips lassen sich nun mit Hilfe des Operators 
„new“ erstellen und einem Sprite oder anderem 
DisplayObjectContainer hinzufügen. Das Gleiche trifft auch auf 
die TextField-Klasse zu. Die globale Bühne des Flash Players ist 
nun eine Instanz der Stage-Klasse, auf die nur noch über Um-
wege global zugegriffen werden kann. Die einzelnen 
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DisplayObjects wie Sprite, MovieClip oder TextField können 
erst auf ihr stage-Objekt zugreifen, wenn sie zur Display-Liste 
hinzugefügt wurden. Die folgende Abbildung soll die Display-
Hierarchie der Klassen zeigen: 
 
Abbildung 5, Hierarchie der Display-Klassen42
Die Display-Hierarchie zum Beispiel in Papervision3D 
ist ähnlich aufgebaut, wobei die einzelnen Klassen nicht von 
einer Flash-eigenen Displayklasse erben. Der Aufbau von 
Papervision3D wird in einem separaten Kapitel erläutert. 
 
Eine ähnlich hierarchisch aufgebaute Neuimplementie-
rung in ActionScript 3.0 ist das Event-System, welches nun 
ebenfalls ECMA-konform ist. Die Basis bildet der sogenannte 
EventDispatcher, eine Basisklasse, von der alle Klassen erben, 
die Events auslösen sollen. In ActionScript 2.0 wird vorwiegend 
mit Funktionsverweisen wie zum Beispiel onEnterFrame() oder 
onRelease() des MovieClips gearbeitet. Diese Verweise werden 
mit eigenen Funktionen, sogenannten Event-Handlern über-
                                           
42 vgl. Moock 2007, S. 459 
 Seite | 27  
 
schrieben, um auf die Ereignisse zu hören. Der Nachteil be-
steht darin, dass jeweils nur ein Event-Handler auf ein Ereignis 
hören kann. Um diese Grenzen zu erweitern, kann man auch 
einen eigenen rudimentären EventDispatcher in ActionSript 2.0 
entwickeln. 
In ActionScript 3.0 dient die Funktion 
addEventListener() zum Registrieren eines Event-Handlers auf 
ein bestimmtes Ereignis, es können dabei beliebig viele regis-
triert werden. Dem Event-Handler wird dann bei einem Ereignis 
ein Event-Objekt übergeben, das er bei Bedarf weiterverarbei-
ten kann. Ein Beispiel soll die Funktionsweise grob erläutern 
und vergleichend einen Fall in ActionScript 2.0 bieten: 
 
Abbildung 6, Beispiele des Event-Handlings in ActionScript 3.0 und 2.0 
Der hierarchische Aspekt des neuen Event-Systems 
lässt sich ganz einfach mit Hilfe der Display-Liste erläutern: 
Registriert man zum Beispiel auf einen Button einen Event-
Handler für das CLICK-Event, wird dieses Ereignis direkt vom 
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Button ausgelöst, sobald er geklickt wird. Es macht also Sinn, 
das Ereignis auf den Button zu registrieren. Es ist aber auch 
möglich, das Ereignis auf jeden DisplayObjectContainer zu re-
gistrieren, in dem sich der Button befindet. Das kann ein 
MovieClip, ein Sprite oder gar das stage-Objekt des Buttons 
sein. Das CLICK-Ereignis wird einfach die gesamte Display-
Liste bis hoch zum stage-Objekt ausgelöst. Diese Eigenschaft 
eines Events nennt man Bubbling43
Flash 10 erweitert die Anzeigefähigkeiten um die Mög-
lichkeiten der dreidimensionalen Darstellung und einige andere 
Eigenschaften. Einer der wichtigsten Punkte dabei wäre wohl 
die zusätzlichen Attribute der Display-Klassen wie z für die 
Translation in der Tiefe des Raums sowie rotationX, rotationY 
und rotationZ für die Rotation um die drei Achsen. Diese vier 
Attribute bilden die Grundlage für die dreidimensionale Dar-
stellung von Display-Objekten. 
, das heißt, das Ereignis 
„blubbert“ nach oben, bis zum höchsten Objekt – in dem Fall 
die globale Bühne des Flash Players. 
Neue Klassen wie Matrix3D, Vector3D und 
PerspectiveProjection unterstützen dabei die Programmierung 
für die dritte Dimension. Sie bieten native Funktionen zur er-
weiterten Transformation im Raum und ermöglichen es, global 
die Brennweite sowie das Sichtfeld einzustellen. 
Die neuen Shader- beziehungsweise ShaderFilter-
Klassen erweitern die Bitmap-Filter und erlauben individuelle 
                                           
43 to bubble (engl.): blubbern, Blasen bilden 
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und zugleich native Effekte auf Display-Objekten. Diese bieten 
sich auch für 3D-Frameworks auf Basis des Flash Player 10 an. 
Das PixelBender Toolkit von Adobe dient der Erstellung der 
Shader-Programme, die vom Flash Player nativ ausgeführt wer-
den. Das heißt, sie laufen direkt in CPU-naher Maschinenspra-
che und nicht in der virtuellen Maschine des Flash Players.44 45
                                           
44 http://help.adobe.com/en_US/AS3LCR/Flash_10.0/ 
 
45 http://labs.adobe.com/technologies/pixelbender/ 
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4. 3D-Programmierung in ActionScript 3.0 
Dieses Kapitel soll die Grundlagen der Programmierung 
dreidimensionaler Inhalte in ActionScript 3.0 umreißen und 
damit einen vereinfachten Einblick in die komplexe Arbeit einer 
3D-Engine geben. Für detaillierte Ausführungen sei auf die 
einschlägige Literatur46 47
                                           
46 Hawkins, Astle 2001, S. 63ff. 
 zu diesem Thema verwiesen. Das 
gleiche gilt für die mathematischen Grundlagen, worauf auch 
nur am Rande eingegangen wird. 
47 Finney 2004, S. 89ff. 
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4.1. Grundlagen 
Das Ziel der Programmierung von dreidimensionalen 
Inhalten ist es, auf einer zweidimensionalen Oberfläche wie 
zum Beispiel dem Bildschirm einen räumlichen Eindruck zu er-
wecken. Dies erreicht man, indem ein Tiefeneindruck mit Hilfe 
eines Fluchtpunktes erzeugt wird. Wie in der Realität erschei-
nen weiter entfernt befindliche Objekte dadurch kleiner als 
solche, die sich näher am Betrachter befinden. Die Lichtver-
hältnisse, Schattenwürfe und die Materialbeschaffenheit der 
angezeigten Objekte tragen ihr Übriges zum räumlichen Ein-
druck bei. 
Um nun die dreidimensionalen Objekte auf einer zwei-
dimensionalen Ebene abbilden zu können, sind mehrere 
Schritte erforderlich. Zunächst müssen die Objekte in räumli-
chen Daten aufbereitet werden, das heißt, ihnen werden Koor-
dinaten über räumliche Vektoren zugeordnet. Aus diesen Vek-
toren baut sich das Objekt dann zusammen, sie werden Verti-
ces48
                                           
48 vertex (engl.): Eckpunkt 
 genannt und bilden die kleinste räumliche Einheit. Eine 
Fläche zum Beispiel eines Quaders besteht dabei aus vier Ver-
tices, die zusammen eine Fläche bilden. Da sich in der 3D-
Programmierung die Arbeit mit Dreiecken, in der Fachsprache 
Triangles genannt, durchgesetzt hat, würde diese Fläche dem-
entsprechend aus mindestens zwei Dreiecken bestehen. Diese 
werden auch als Polygone gezeichnet. Eine Kombination aus 
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Polygonen, wie zum Beispiel die Fläche des Quaders oder auch 
der gesamte Quader als solcher bildet ein sogenanntes Mesh49
 
. 
Abbildung 7, Darstellung von Vertex, Polygon und Mesh 
Eine Alternative zur Arbeit mit Polygonen stellt die 
Voxelgrafik50 dar, bei der die Objekte als eine Menge von Pi-
xeln abgebildet werden, die immer deutlich kleiner sind, als 
auf dem Bildschirm darstellbar. Aufgrund des bisher enormen 
Rechenaufwands hat sich die Voxelgrafik nicht durchsetzen 
können, lediglich in der Medizin findet sich ein großes Anwen-
dungsfeld. Die Vorteile liegen besonders in der Darstellung 
starrer und enorm detailreicher Landschaften und Oberflä-
chen.51
 Das dreidimensionale Koordinatensystem, für gewöhn-
lich das kartesische Koordinatensystem, bildet die Grundlage 
für die Positionierung dreidimensionaler Objekte im Raum. Da-
 
                                           
49 mesh (engl.): Netz 
50 Voxel: Volumenpixel 
51 c't 2009, Heft 4, S. 182ff. 
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bei unterscheidet man zwischen einem globalen und beliebig 
vielen lokalen Koordinatensystemen für die einzelnen Körper. 
Diese werden meist mittig darin positioniert, was besonders 
die Rotation vereinfacht. Für die Darstellung im globalen Koor-
dinatensystem werden die Positionen der Vertices mit Hilfe von 
4x4-Matrizen aufbereitet. In Flash 10 wäre dafür die Matrix3D-
Klasse zuständig. 
Die Kamera und der der sogenannte Viewport52
Um die dreidimensionalen Daten in eine zweidimensio-
nale Darstellung zu projizieren, wird das sogenannte Rende-
 dienen 
der Bestimmung, welcher Ausschnitt einer Szene wie darge-
stellt wird. Die Kamera ist dabei ein virtuelles Objekt im Raum, 
dessen Position selbst über Koordinaten bestimmt wird. Des 
Weiteren verfügt sie über Eigenschaften, wie die Brennweite 
und das Sichtfeld – im Fachjargon als „focal length“ und „field 
of view“ bezeichnet. Beide Eigenschaften bestimmten dabei, 
wie die Körper im Raum transformiert werden. Eine niedrige 
Brennweite zum Beispiel lässt die Distanzen zwischen Körpern 
in der Tiefe größer erscheinen. Je größer die Brennweite, desto 
geringer erscheint dabei diese Distanz. Dies entspricht der 
Perspektivprojektion, bei der es einen sogenannten Flucht-
punkt gibt. Eine unendlich große Brennweite würde identische 
Körper unabhängig von ihrer Ausrichtung in der Tiefe gleich-
groß erscheinen lassen. Diese Darstellung wäre dann eine Pa-
rallelprojektion, die keinen Fluchtpunkt besitzt. 
                                           
52 viewport (engl.): Darstellungsfeld 
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ring53
 
 verwendet. Dabei wird die sogenannte Render-Pipeline 
durchlaufen, welche sich grob in drei Abschnitte aufteilen lässt. 
Abbildung 8, Ablauf der Renderpipeline54
Die Anwendungsschicht verarbeitet die Nutzereingaben, 
weitere Interaktionen und externe Resourcen, wie zum Beispiel 
Sound oder Netzwerksignale bei Mehrspieler-Partien. In dieser 
Schicht werden auch gegebenenfalls Anpassungen an den 
Polygonen einzelner Körper vorgenommen und die Kollisions-
erkennung durchgeführt. 
 
In der Geometrieschicht werden anhand der Polygon- 
und Vertexdaten die Transformationen der einzelnen Körper 
durchgeführt und die lokalen Koordinaten der Polygone in das 
globale Koordinatensystem überführt. Gegebenenfalls werden 
hier auch die Beleuchtung und der Schattenwurf berechnet. 
                                           
53 to render (engl.): wiedergeben, übersetzen 
54 Vgl. Lehmann 2009, S. 34 
Rasterization
(Z-Sortierung, Pixelberechnung, Anzeige)
Geometrieschicht
(Transformation der 3D-Informationen auf eine Ebene)
Anwendungsschicht
(Nutzereingaben, Veränderungen in der Szene)
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Die Rasterization ist dann für das Ergebnis, welches auf 
dem Bildschirm dargestellt werden soll, verantwortlich. In die-
sem Schritt erfolgen unter anderem die sogenannte Z-
Sortierung und die Pixelberechnung. Die Z-Sortierung ist ein 
Algorithmus, der die einzelnen Polygone der Tiefe nach sor-
tiert, so dass sich entfernte Polygone hinter nahen befinden. 
Die Pixelberechnung bestimmt die Farbwerte der einzelnen 
Pixel aufgrund der Textur auf den Polygonen.55
                                           
55 Lehmann 2009, S. 24ff. 
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4.2. Aufbau und Funktionsweise bisheriger 3D-
Frameworks am Beispiel von Papervision3D 
4.2.1. Aufbau 
Wie bereits weiter oben erwähnt, ist die Klassenhierar-
chie der Display-Objekte ähnliche wie die nativen Display-
Objekte von Flash aufgebaut. Die folgende Abbildung soll dies 
genauer beleuchten. 
 
Abbildung 9, Display-Klassenhierarchie von Papervision3D (gekürzt) 
Die Klasse DisplayObjectContainer3D hat eine zentrale 
Funktion im Papervision3D-Framework. Aus ihr leiten sich die 
Klassen Scene3D, Camera3D und alle wichtigen Grundkörper 
ab. Die Scene3D-Klasse ist dabei mit der Stage-Klasse ver-
gleichbar, da sie der globale Container aller Display-Objekte 
ist. Im Unterschied zur Stage-Klasse lassen sich aber mehrere 
Szenen, also Scene3D-Instanzen, verwenden, wohingegen der-
zeit nur eine Stage-Instanz verwendet werden kann. Die 
Camera3D-Klasse beschreibt die eigentliche Kamera der Engi-
ne. Es können beliebig viele Kameras verwendet werden. 
Eine weitere Klasse, die von DisplayObjectContainer3D 
erbt, ist die DisplayObject3D-Klasse. Sie stellt die Basis für alle 
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Körper in Papervision3D dar. Sie enthält zwei wesentliche Ei-
genschaften, die für den Rendervorgang wichtig sind: material 
bzw materialList, die Instanzen vom Typ MaterialObject3D ent-
halten, und geometry, das eine Instanz vom Typ 
GeometryObject3D bereithält. MaterialObject3D ist dabei die 
Basis-Klasse für alle Materialien wie Texturen. Das können 
Bitmap-, Vektor-Grafiken oder gar Animationen oder Videos 
sein. Die GeometryObject3D-Klasse enthält alle wichtigen Ge-
ometriedaten, wie Vertices, Polygone oder komplette Meshes. 
Sie stellt eine speicherschonende Kapselung der Daten zum 
Beispiel zahlreicher Instanzen ein und desselben Körpers dar. 
Die Viewport3D-Klasse ist die Schnittstelle zur Flash-
eigenen Display-Liste, da sie von der Sprite-Klasse erbt, und 
dient der Darstellung des fertigen Renderings. Sie ist auch für 
die Interaktion zuständig und fängt Maus- und Tastatur-
Ereignisse ab, die sie an die eigentlichen Display-Objekte wei-
terleitet. 
Die Instanzen all dieser Klassen werden für jeden 
Rendervorgang in eine Instanz vom Typ RenderSessionData 
zwischengespeichert. Dieses Objekt wird an die eigentliche 
Render-Engine, zum Beispiel die BasicRenderEngine, weiterge-
leitet. Diese ist der Einstiegspunkt in die Renderpipeline. 
 
4.2.2. Rendervorgang 
Der konkrete Rendervorgang wird durch die Funktion 
renderScene() der Render-Engine, zum Beispiel die 
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BasicRenderEngine, initiiert. Das Rendering erfolgt dann an-
hand der Daten von Viewport3D, Camera3D und Scene3D, wel-
che in einer Instanz vom Typ RenderSessionData gebündelt 
werden. Im Anschluss wird die ProjectionPipeline gestartet, die 
für jedes DisplayObject3D und dessen Kindelemente die im-
plementierte Methode project() aufgerufen. Dabei werden die 
dreidimensionalen Koordinaten der Polygone in Relation zur 
Camera3D-Transformation auf eine zweidimensionale Ebene 
projiziert. Alle sichtbaren Polygone werden als RenderTriangle 
zur Rendering-Liste hinzugefügt. Die Klasse RenderTriangle 
implementiert die Methode render(), die letztendlich das ei-
gentliche Rendering des Polygons übernimmt. Dabei wird das 
Dreieck mit Hilfe des Flash-eigenen Graphics-Objekts in ein 
Display-Objekt gezeichnet und mit der Textur vom Typ 
MaterialObject3D gefüllt. 
Um Darstellungsfehler zu vermeiden, wird zusätzlich 
eine Z-Sortierung durchgeführt. Diese ist in der entsprechen-
den Render-Engine implementiert. Die BasicRenderEngine sor-
tiert dabei die Polygone ihrer Tiefe nach (siehe 4.1). Der Nach-
teil besteht darin, dass Darstellungsfehler nicht komplett ver-
mieden werden können, da sich mehrere Polygone überlagern 
oder gar überschneiden können. Weiterhin werden auch kom-
plett verdeckte Polygone gezeichnet, was unnötig Ressourcen 
verbraucht. Die Alternative ist die QuadrantRenderEngine, die 
einen komplexeren, aber auch effektiveren Algorithmus im-
plementiert. 
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Der komplette Rendervorgang ist insgesamt enorm re-
chenaufwendig und sollte im Idealfall nur initiiert werden, 
wenn auch wirklich eine Veränderung in der Szene zu ver-
zeichnen ist. Das heißt, dass ein üblicher Aufruf der 
renderScene()-Funktion mit jedem neuen Frame kaum prakti-
kabel ist und deshalb vermieden werden sollte. Sinnvoll ist es 
hingegen, global eine Art Beobachter zu definieren, der Verän-
derungen erkennt und daraufhin den Rendervorgang startet.56
 
 
Abbildung 10, Beispiel-Klasse mit einer simplen Papervision3D-
Implementierung 
                                           
56 Lehmann 2009, S. 36ff. 
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4.3. 3D-Programmierung für Flash Player 10 
Der Rendervorgang im Flash Player 10 ist nicht so kom-
plex in ActionScript implementiert, da die komplette Anzeige 
weitestgehend nativ berechnet wird. Zwangsläufig wird in je-
dem neuen Frame die Anzeige komplett neu gezeichnet, ent-
sprechend der eingestellten und dynamisch veränderbaren 
Bildrate oder spätestens nach Vollendung eines Scripts. Mit den 
neuen Eigenschaften der DisplayObject-Klasse lässt sich ganz 
bequem die Ausrichtung, Positionierung und Transformation 
einer Grafik verändern. 
Weiterführende Berechnungen und neue dreidimensio-
nale Körper müssen aber extra erstellt werden. Das betrifft un-
ter anderem auch den Z-Sortieralgorithmus, der nicht nativ 
implementiert ist. Körper müssen aus einer Vielzahl von Dis-
play-Objekten wie Shapes, Sprites, MovieClips oder Bitmaps 
erzeugt werden. Im Idealfall besteht dann ein solcher Körper 
wie üblich aus dreieckigen Polygonen, aber im Fall eines Qua-
ders reichen auch rechteckige Flächen. Licht- und Schattenbe-
rechnungen müssen auch zusätzlich programmiert werden. Die 
Shader-Klasse und das entsprechende PixelBender-Toolkit 
können aber dabei sehr hilfreich sein. 
Natürlich sind dahingehend spezialisierte Frameworks 
hilfreich, weshalb es auch schon erste Versionen von 
Papervision3D, Away3D und Alternativa3D mit Unterstützung 
für den Flash Player 10 gibt. 
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5. Forschungsobjekte – Die Applikationen 
Dieses Kapitel soll die drei für diese Bachelorarbeite 
ausgewählten Anwendungsbeispiele vorstellen und ihre Beson-
derheiten näher vorstellen. Zum Aufbau der Programme sei 
einleitend noch gesagt, dass sie zuerst für den Flash Player 10 
programmiert wurden. Darauf aufbauend wurden sie auf das 
Papervision3D-Framework portiert. Anschließend wurde davon 
jeweils eine Version basierend auf Away3D und Alternativa3D 
entwickelt. Diese Vielfalt soll die unterschiedlichen internen 
Algorithmen der Frameworks und die damit einhergehenden 
Leistungsunterschiede berücksichtigen. Zudem wurde diese 
Reihenfolge der Entwicklung gewählt um die Programme intern 
– unabhängig vom jeweiligen 3D-Framework – vergleichbar zu 
halten. 
Die eigentlichen Applikationen wurden aufgrund ihrer 
vielfältigen Anforderungen sowie unterschiedlicher technischer 
Implementierungen gewählt. Cube3D erfasst dabei die Darstel-
lung von Körpern, CoverFlow zeigt die räumliche Verzerrung 
von Flächen und HeightMap stellt eine aufwendigere 
Partikelanimation dar. 
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5.1. Cube3D – Eine Wand aus Würfeln 
Cube3D ist ein simples Beispiel des einfachsten dreidi-
mensionalen Körpers: dem Würfel. Um den Flash Player für ei-
nen angemessenen Vergleich ausreichend auszulasten, wird in 
dieser Applikation eine Art Wand aus Würfeln erstellt und diese 
dann per Zufall um ihre drei Achsen rotiert. Gleichzeitig wer-
den alle Würfel dieser Wand um ihre lokalen drei Achsen ro-
tiert. 
In diesem Fall ist die Z-Sortierung außerordentlich 
wichtig, da hier nicht nur die einzelnen Seiten der Würfel kor-
rekt dargestellt werden müssen. Es ist auch erforderlich, dass 
die Würfel in der korrekten Reihenfolge dargestellt werden. Die 
3D-Frameworks erledigen dies natürlich von alleine und haben 
damit bis auf kleinere Darstellungsfehlern bei sich überlagern-
den Würfeln keine Probleme. In der Flash Player 10 Version 
muss ein solcher Algorithmus erst implementiert werden, da 
eine Z-Sortierung nativ nicht unterstützt wird. 
In der Version für den Flash Player 10 besitzt jede Klas-
se, die ein dreidimensionales Objekt darstellt, die Funktion 
renderView(), welche die Z-Sortierung vornimmt. Für einen ein-
zelnen Würfel bedeutet dies, dass alle sechs Seiten und die 
Vektoren ihrer Mittelpunkte in synchronisierten Listen vorge-
halten werden. Ihre Vektoren werden dann mit Hilfe der Me-
thode getTransformedVector3D() die komplette Display-Liste 
bis nach oben mit jedem Eltern-Container transformiert, so 
dass am Ende ein Vektor herauskommt, der die globale Positi-
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on der entsprechenden Würfelseite widerspiegelt. Dies ent-
spricht im Grunde der Übertragung von Koordinaten eines lo-
kalen Koordinatensystems (der Würfel) in ein globales Koordi-
natensystem (die Bühne des Flash Players). Im Anschluss wird 
die Distanz zum Mittelpunkt berechnet und in einer entspre-
chenden Liste vorgehalten, welche im Anschluss sortiert wird. 
Am Ende werden die Würfelseiten der Reihenfolge dieser Liste 
entsprechend sortiert. Die folgende Abbildung stellt die ent-
sprechenden Funktionen renderView() und 
getTransformedVector3D() dar: 
 
Abbildung 11, in der Methode renderView() werden alle Seiten des Würfels in 
der korrekten Reihenfolge auf der Bühne platziert 
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Abbildung 12, die Methode getTransformedVector3D() überträgt die lokalen 
Koordinaten eines Vektors in das globale Koordinatensystem 
Es hat sich bei der Entwicklung herausgestellt, dass es 
besser ist, alle Würfelseiten zunächst von der Display-Liste zu 
entfernen und dann in der richtigen Reihenfolge wieder hinzu-
zufügen. Der Weg über die Methoden 
setChildIndex(),swapChildren() oder swapChildrenAt() der 
DisplayObjectContainer-Klasse hat sich nicht bewährt, da ein 
unkontrolliertes Flimmern verursachten wird.57
Eine weitere interessante Erkenntnis betrifft das mat-
rix3D-Objekt. Die Matrix3D-Klasse bestimmt, wie ein 
DisplayObject im Raum dargestellt wird. Um aber damit arbei-
ten zu können, muss zunächst eine dreidimensionale Trans-
formation vorgenommen werden. Dies kann zum Beispiel das 
simple Setzen der z-Koordinate auf 0 sein. Erst dann wird die 
Matrix3D-Klasse instanziiert und steht für die entsprechenden 
Berechnungen zur Verfügung. 
 
In den einzelnen Portierungen für die jeweiligen 3D-
Frameworks gibt es lediglich eine globale renderView()-
                                           
57 http://www.flashandmath.com/advanced/p10cube/ 
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Funktion, die den entsprechenden Render-Prozess anwirft. Be-
sonderheiten gibt es bei beim Away3D- und beim 
Alternativa3D-Framework. In allen drei Frameworks werden die 
Körper über Materialien texturiert. Bei Away3D wird unter an-
derem auch die entsprechende Klasse ColorMaterial genutzt. 
Bei der Instanziierung wird ihr lediglich eine Farbe als Zahl 
übergeben. Da aber der Konstruktor der Klasse keinen be-
stimmten Typ verlangt, muss die Zahl unbedingt eine Ganzzahl 
sein. 
 
Abbildung 13, Konstruktor der ColorMaterial-Klasse - der Parameter color 
wird von der Cast-Klasse geparst 
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Abbildung 14, hier wird deutlich, dass dem Konstruktor der ColorMaterial-
Klasse übergebene Farbe nicht auf den Typ Number geprüft wird, es muss 
also eine ganze Zahl oder der Name der Farbe übergeben werden 
Deshalb wird in der entsprechenden Implementierung 
die Zufallszahl gerundet: 
 
Abbildung 15, Instanziierung der ColorMaterial-Klasse mit einem Farbwert 
als ganze Zahl. 
Das Alternativa3D-Framework arbeitet bei der Rotation 
ganz anders als der Flash Player oder die übrigen beiden Fra-
meworks. Anstatt die Rotation in Grad anzugeben beziehungs-
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weise anzunehmen, arbeitet Alternativa3D intern immer in der 
Maßeinheit Radiant. Entsprechend müssen alle Rotationen um-
gerechnet werden. 
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5.2. CoverFlow – Adaption von Apples iTunes 
Cover Flow 
Die CoverFlow-Applikation versucht als konkretes An-
wendungsbeispiel den Cover Flow Effekt von Apples iTunes 
nachzuahmen. Zusätzlich wird dabei die Google-Suche imple-
mentiert, um nach Bildern zu suchen, die dann auch angezeigt 
werden. Ein rudimentäres Scrolling, also die Navigation durch 
die Bilder, geschieht über die Pfeiltasten. Aus technischer Sicht 
stellt CoverFlow eine Möglichkeit dar, die Frameworks und den 
Flash Player 10 auf korrekter dreidimensionaler Verzerrung der 
Texturen zu untersuchen. 
Die Suche arbeitet über eine Schnittstelle mit der Goog-
le-Suche zusammen. Diese Schnittstelle basiert dabei auf der 
Flash-eigenen HTTPService-Klasse, welche bei einer konkreten 
Suche eine Anfrage an Google sendet und auf eine entspre-
chende Antwort wartet. Der HTTPService wird von der 
Searcher-Klasse verwaltet, die sämtliche Suchanfragen weiter-
leitet und alle Antworten der Applikation zur Verfügung stellt. 
Die Antworten vom Google-Server sind dabei JSON58
Verwaltet und angezeigt wird das eigentliche CoverFlow 
durch die ASCoverFlow-Klasse. Diese bekommt sämtliche Er-
-kodiert, 
werden dekodiert und anschließend über die SearchHandler-
Klasse als SearchDataItem bereitgestellt. Jedes SearchDataItem 
enthält die entsprechende URL zu einem Bild, das geladen wird. 
                                           
58 JSON: JavaScript Object Notation – ein für Mensch und Ma-
schine leicht lesbares Datenformat, ähnlich wie XML 
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gebnisse und instanziiert für jedes ein neues CoverFlow-
Objekt vom Typ ASCoverFlowItem. Jedes Objekt für sich lädt 
das entsprechende Bild, zeigt es an und erzeugt eine Spiege-
lung von sich. Dazu dient die ReflectionSprite-Klasse. 
Die Version für den Flash Player 10 enthält keine spezi-
elle Methode, um den Render-Vorgang anzuwerfen. Die Z-
Sortierung läuft in diesem Fall über den simplen Weg, dass le-
diglich das ASCoverFlowItem nach vorne geholt wird, welches 
auch wirklich zentral angezeigt werden soll. Dies geschieht 
über die Methode setHighestChildIndex(): 
 
Abbildung 16, die Methode setHighestChildIndex() 
Die Implementierungen der 3D-Frameworks enthalten 
zusätzlich die ASCoverFlowPlane-Klasse, die vom 
ASCoverFlowItem erzeugt wird und letztendlich den Körper 
darstellt, der von der 3D-Engine angezeigt werden soll. Die 
ASCoverFlow-Klasse dient dabei als 3D-Container, der zusätz-
lich bei jeder Änderung ein Event wirft, das dafür sorgt, dass 
der Render-Prozess gestartet wird. Dieser wird nicht zwangs-
läufig in jedem neuen Frame gestartet, sondern nur, wenn es 
auch wirklich erforderlich ist. 
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5.3. Heightmap – Darstellung eines Graustufen-
bitmaps als Höhenkarte 
Die Heightmap-Applikation ist ein Experiment, bei dem 
ein zufällig generiertes Graustufen-Bitmap, welches sich mit 
jedem neuen Frame stetig ändert, als Höheninformation für die 
y-Koordinate mehrerer Objekte im Raum dient. Vergleichbar ist 
dies mit speziellen Shader-Programmen für moderne Grafik-
karten (ab DirectX 8), die ebene Texturen anhand der Lichtver-
hältnisse in der Szene derart verändern, dass sie plastisch er-
scheinen – als wären sie dreidimensional. Der Fachbegriff für 
diesen Effekt lautet Normal-Mapping. Die Entwickler des 
Alternativa3D-Frameworks konnten bereits erfolgreich einen 
solchen Effekt für den Flash Player entwickeln59
Ein verwandter Begriff ist das Height-Mapping, der die 
Funktionalität der Heightmap-Applikation genauer erklärt. Vie-
le 3D-Engines bilden ganze Landschaften nicht mehr anhand 
von unzähligen Polygon-Daten ab, sondern nutzen dabei 
Graustufen-Texturen, bei der der Farbwert jedes Pixels die 
Höhe eines Punktes in der Landschaft darstellt. Anhand der 
Punkte berechnet die Engine im Anschluss selbstständig die 
benötigten Polygone. 
. 
Zusätzlich ist die Heightmap ein Beispiel für Partikel-
Animation, besonders von Flüssigkeiten. Durch die Erhöhung 
der Menge an Punkten und dem Hinzufügen von Lichtinforma-
                                           
59 http://blog.alternativaplatform.com/en/2007/12/30/spot 
-normal-mapping/ 
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tionen, kann dabei der Eindruck einer sich stetig ändernden 
dreidimensionalen Oberfläche erweckt werden. 
Technisch basiert die Applikation auf ein BitmapData-
Objekt, das sich wie oben beschrieben stetig ändert. Basierend 
darauf werden in jedem neuen Frame die y-Positionen der Par-
tikel aktualisiert. Um die Leistungsfähigkeit stärker auf die 
Probe zu stellen, kommt zusätzlich noch eine Rotation des 
Containers um die y-Achse hinzu. Mit dem Mausrad ist es zu-
dem möglich, eine Art Tiefenschärfe-Effekt anzupassen, in 
dem der Schärfehorizont in der Tiefe des Raumes verändert 
werden kann. 
In der Version für den Flash Player 10 wird nicht einfach 
der Container der Partikel rotiert. Es hat sich herausgestellt, 
dass es stattdessen weitaus performanter ist, die Partikel an-
hand der globalen Rotation und ihrer eigenen Position neu zu 
positionieren. Die folgende Abbildung soll die Implementie-
rung dazu zeigen: 
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Abbildung 17, Rotation der Partikel um den Mittelpunkt ihres Containers 
Die Portierungen auf die jeweiligen 3D-Frameworks ar-
beiten genauso. Es haben sich zwar beim Entwickeln keine der-
art großen Leistungsunterschiede wie bei der Version für den 
Flash Player 10 ergeben, aber zum besseren Vergleich wurde 
es hierbei belassen. 
Eine Besonderheit betrifft zusätzlich die Portierung für 
das Alternativa3D-Framework. Hier ist der Tiefenschärfe-Effekt 
nicht möglich, da das Framework noch keine Filter, wie zum 
Beispiel ein Weichzeichnungsfilter, für 3D-Objekte unterstützt.
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6. Untersuchungsmethodik 
In diesem Kapitel soll die Untersuchungsmethodik ge-
nau beleuchtet werden, welche sich dabei auf drei wesentliche 
Bereiche erstreckt: 
- Performance (der Einfluss der jeweiligen Applikation 
auf die Leistungsfähigkeit des Testrechners sowie 
des Flash Players) 
- Qualität der Optik (gibt es Verzerrungen oder sons-
tige optische Auffälligkeiten, die die Qualität min-
dern oder gar erhöhen) 
- Quantität (Dateigröße der jeweiligen Applikation, 
zusätzlich der Aufwand ihrer Umsetzung, also der 
Umfang des Quelltextes) 
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6.1. Das Testsystem 
Zuallererst sollten einige Worte zum verwendeten Test-
system verloren werden. Für die Untersuchung der Perfor-
mance wird ein etwa fünf Jahre alter Rechner mit Windows XP 
SP3 benutzt. Der Rechner besteht aus einem Prozessor vom 
Typ AMD Athlon X2 3800+mit 2 Gigahertz, zwei Gigabyte Ar-
beitsspeicher und einer Grafikkarte vom Typ Nvidia 8800 GTS 
512MB. Abgesehen von der Grafikkarte entspricht der Rechner 
in der Leistungsfähigkeit der unteren Mittelklasse. Als reprä-
sentativ kann man dieses System natürlich keineswegs be-
zeichnen, es hilft aber, die Ergebnisse besser in den Kontext 
der Leistungsfähigkeit aktueller Rechnersysteme einzuordnen. 
Abgesehen von Neuentwicklungen wie den sogenannten 
NetBooks und NetTops, kann man davon ausgehen, dass neue-
re Rechnersysteme mindestens die Leistung des verwendeten 
Testsystems aufweisen. 
Die Fähigkeiten des neuen Flash Players, die Grafikkarte 
zum Rendern hinzuzuziehen wird nicht benutzt, da davon aus-
zugehen ist, dass dies zunächst noch selten Anwendung fin-
det. Seitens Adobe gibt es auch keine Garantie, dass die Ver-
wendung der Grafikkarte einen Leistungsgewinn mit sich 
bringt. Es kann sogar dazu führen, dass die Flash-Applikation 
schlechter läuft.60
                                           
60 http://www.kaourantin.net/2008/05/what-does-gpu 
 Alle Applikationen sind als Release kompi-
liert worden, sie enthalten deshalb auch keinerlei Debug-
Informationen, welche die Dateigröße verfälschen würden. Zu-
-acceleration-mean.html 
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dem wird auf dem Testsystem der Flash Player in der ausführ-
baren Version61 verwendet, nicht in der Plugin62- oder Acti-
veX63
Bildschirmfotos der Test-Applikationen wurden auf ei-
nem deutlich jüngerem Notebook mit Windows 7 RC Build 
7100 angefertigt. Sie sollten aber aufgrund der Plattformunab-
hängigkeit des Flash Players keine Unterschiede zu Windows XP 
SP3 aufweisen. 
-Version. 
                                           
61 Unter anderem unter http://www.adobe.com/support/ 
flashplayer/downloads.html zu finden 
62 Für Mozilla Firefox, Apple Safari, Google Chrome oder Op-
era 
63 Für den Microsoft Internet Explorer 
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6.2. Performance 
Die Untersuchung des Einflusses auf die Leistungsfä-
higkeit des Testrechners bzw. des Flash Players ist die bei wei-
tem Umfangreichste. Hier werden mit Hilfe zweier kleiner Pro-
gramme vier Aspekte beobachtet und aufgezeichnet: 
- Bilder pro Sekunde 
- Flash-interner Speicherverbrauch 
- CPU-Auslastung 
- RAM-Auslastung 
Die ersten beiden Punkte werden durch das eigens ent-
wickelte Flash-Programm LocalConnectionProtocoller begut-
achtet und aufgezeichnet. Die letzten beiden Punkte über-
nimmt ein kleines Werkzeug namens ProcessLogger64
                                           
64 Clemens Petzold, 2009 
, das in 
C# geschrieben wurde und somit auf Microsofts .NET-Plattform 
basiert. Dadurch ist es möglich, die systemnahen Resourcen 
eines Prozesses zu untersuchen, was mit Flash-spezifischen 
Möglichkeiten nicht machbar ist. Beide Programme zeichnen 
lediglich die Rohdaten auf, da die Untersuchung nicht durch 
intensive Berechnungen beeinflusst werden soll. Zusätzlich 
sind sie quasi über einen einheitlichen Zeitstempel synchroni-
siert. Dies kann leider nicht mit absoluter Genauigkeit gesche-
hen, da beide Programme nicht absolut zeitgleich gestartet 
werden können. Aber die zeitliche Abweichung wäre maximal 
nur die Hälfte des Intervalls, mit dem die Daten regelmäßig 
erfasst werden. 
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Der LocalConnectionProtocoller arbeitet intern mit einer 
erweiterten und somit namensgebenden LocalConnection und 
ist mit der jeweiligen Test-Applikation verbunden. Nachdem 
der Protokoll-Vorgang gestartet wurde, sendet die Test-
Applikation mit Hilfe der internen Protokoller-Klasse im vorge-
gebenen Intervall die geforderten Daten an den 
LocalConnectionProtocoller, der die Daten zwischenspeichert. 
Am Ende des Vorgangs können die Daten in eine CSV65
- Der Zeitstempel in Millisekunden 
-Datei 
gespeichert werden, die später in Microsoft Excel ausgewertet 
wird. Darin enthalten sind dann drei wesentliche Datentypen: 
- Die Anzahl der verstrichenen Frames seit dem letz-
ten Intervall 
- Der aktuelle Flash-interne Speicherverbrauch 
Der ProcessLogger wird manuell vor dem Protokoll-
Vorgang gestartet und danach wieder beendet. Auch er spei-
chert die Daten in eine CSV-Datei. Wichtige Daten sind hier der 
Zeitindex des Testsystems, die Gesamtprozessorzeit des Pro-
zesses sowie die Auslastung des physischen Speichers durch 
den jeweiligen Prozess66. Es muss aber angemerkt werden, 
dass es Diskrepanzen zwischen der Zeitrechnung in C# und 
der im Flash Player. In C# wird der Zeitstempel in zehntel Milli-
sekunden seit dem 1. Januar 0001 um 12 Uhr berechnet67
                                           
65 CSV: Abkürzung für Comma Seperated Values, weit ver-
breitetes Format für die Darstellung tabellarischer Daten 
. Der 
66 In diesem Fall der Flash Player 
67 http://msdn.microsoft.com/de-de/library/ 
system.datetime.ticks.aspx 
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Flash Player hingegen berechnet den Zeitstempel in Millisekun-
den seit Mitternacht des 1. Januars 1970. Um diese Diskrepanz 
auszugleichen, wurde der ProcessLogger entsprechend ange-
passt und rechnet deshalb den Zeitindex in eine Flash-
konforme Zeit um. 
 
6.2.1. Messabweichungen 
Die Messung der Performance ist ein kritischer Punkt in 
dieser Untersuchung, weil sie unter Bedingungen durchgeführt 
wird, die keine absolute Genauigkeit garantieren. Aus diesem 
Grund muss das Ziel sein, diese Genauigkeit so hoch wie mög-
lich zu halten, um im Endeffekt zu einer hieb- und stichfesten 
Schlussfolgerung aus den Messergebnissen zu kommen. 
Da der ProcessLogger sehr systemnah arbeitet, kann 
davon ausgegangen werden, dass dieser keinen großen Ein-
fluss auf die Messungen haben wird. Eine kurze Messung hat 
dies abgesehen von vereinzelten kleinen Ausbrüchen bestätigt. 
Im Durchschnitt belastet der ProcessLogger die CPU mit weni-
ger als zwei Prozent nur unwesentlich. Auch der Arbeitsspei-
cherverbrauch von maximal 15 Megabyte fällt beim Testsystem 
mit 2 Gigabyte nicht weiter ins Gewicht. 
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Abbildung 18, Verlauf der CPU-Auslastung des ProcessLoggers 
Anders sieht dies bei den Daten aus, die durch den 
LocalConnectionProtocoller erhoben werden. Aufgrund der 
plattformunabhängigen Architektur des Flash Players ist er un-
ter hohen Anforderungen bei weitem nicht so leistungsfähig 
wie native beziehungsweise plattformspezifische Anwendun-
gen. Deshalb ist eine Prüfung des Einflusses des 
LocalConnectionProtocollers auf die Messdaten verpflichtend. 
Aus diesem Grund wurde eine entsprechende Messreihe am 
Beispiel der Heightmap-Applikation in der Version für den 
Flash Player 10 durchgeführt. Die Messreihe bestand dabei aus 
drei Messungen mit unterschiedlichen Intervallen: 
- 1000 Millisekunden 
- 500 Millisekunden 
- 100 Millisekunden 
Im Folgenden sind die Verläufe der Bilder pro Sekunde 
für alle drei Intervalle in Diagrammen aufgeführt. Die erhobe-
nen Rohdaten sind auf der beiliegenden CD beziehungsweise 
im Internet unter folgender Adresse einsehbar: 
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http://www.stefanvonderkrone.de/bachelorarbeit/ 
 
 
Abbildung 19, FPS68
 
-Verlauf für 1000ms 
Abbildung 20, FPS-Verlauf für 500ms 
                                           
68 FPS (Frames Per Seconds): Bilder pro Sekunde 
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Abbildung 21, FPS-Verlauf für 100ms 
Auf der Ordinate ist der jeweilige Wert für die Bilder pro 
Sekunde seit dem letzten Intervall verzeichnet. Die Abszisse 
bildet den zeitlichen Ablauf ab. Für jedes Intervall wurden vier 
Messvorgänge durchgeführt, wobei der Erste wieder verworfen 
wurde.  
Die Diagramme lassen erkennen, wie sich die FPS-
Verläufe mit unterschiedlichen Intervallen verhalten. So ist die 
Streuung bei einem Intervall von 100 Millisekunden deutlich 
größer als bei 500 Millisekunden. Und dessen Streuung wiede-
rum ist merklich größer als bei 1000 Millisekunden. Dies lässt 
sich sehr leicht dadurch erklären, dass die Berechnung des 
FPS-Wertes von der Größe des Intervalls abhängig ist und ei-
gentlich nur den Mittelwert für die Anzahl der Bilder pro Se-
kunde innerhalb des entsprechenden Intervalls darstellt. Da-
raus lässt sich ableiten, dass mit länger werdendem Intervall 
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der FPS-Verlauf glatter wird. Ein Indiz für eine Beeinflussung 
der Messdaten durch den LocalConnectionProtocoller stellen 
die Diagramme aber noch nicht ganz dar. Erst mit den Mittel-
werten für alle Intervalle wird die Aussage der Daten eindeuti-
ger: 
Tabelle 1, Mittelwerte sowie Maxima und Minima über drei Messungen für 
jedes Intervall 
Durchschnitte der drei Intervalle: 1000ms 500ms 100ms 
Zeit: 50661,67 51406,00 56344,00 
        
Frames: 1826,33 1841,67 1994,00 
Frames pro Sekunde: 36,05 35,83 35,39 
FPS - Maximum gesamt: 38,00 38,83 45,45 
FPS - Minimum gesamt: 33,46 32,00 24,00 
        
Speicher (Byte): 6580290,93 6595979,41 6598132,76 
Speicher - Maximum gesamt 
(Byte): 7041024,00 7077888,00 7065600,00 
Speicher - Minimum gesamt 
(Byte): 6094848,00 6119424,00 6131712,00 
 
Wie bereits erwähnt sind die Daten für das 1000 Milli-
sekunden große Intervall wenig auffällig, der Abstand zwischen 
FPS-Maximum und FPS-Minimum ist deutlich kleiner als bei 
den anderen beiden Intervallen. Und der durchschnittliche FPS-
Wert liegt hier am höchsten. Bei 500 Millisekunden ist der Ab-
stand zwischen Maximum und Minimum größer. Bei 100 Milli-
sekunden merkt man die starke Streuung sehr deutlich. Hier 
wird auch zeitweise der höchste FPS-Wert gemessen – aber 
auch der Niedrigste. Im Speicherverbrauch verhält es sich an-
nähernd analog, aber die Unterschiede sind immer deutlich 
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niedriger als ein Prozent – insofern sind diese Werte in der 
Wahl des Intervalls zu vernachlässigen. 
Anhand der FPS-Werte steht eindeutig fest, dass ein In-
tervall von 100 Millisekunden nicht praktikabel ist, da es das 
Ergebnis wesentlich beeinflusst. Anders sieht dies bei 500 Mil-
lisekunden aus, hier gibt es zwar einen messbaren Einfluss, 
dieser liegt im Schnitt bei unter einem Prozent. Deshalb ist die 
Wahl des finalen Intervalls eine eher pragmatische Entschei-
dung. Aufgrund der stärkeren Glättung der FPS-Werte bei 1000 
Millisekunden wäre das 500 Millisekunden Intervall deutlich 
praxistauglicher, da es starke Ausbrüche beziehungsweise Ein-
brüche in den zu messenden Daten weniger durch eine Glät-
tung verschleiert. Dies ist deshalb von Bedeutung, da zum Bei-
spiel kurze Leistungsengpässe dennoch vom Betrachter be-
merkt werden. Bei einem 1000 Millisekunden Intervall würden 
sie aber nicht so deutlich in den Daten auffallen, als bei einem 
Intervall von 500 Millisekunden. Die Abweichung der Daten ist 
dabei immer noch geringer als ein Prozent und stellt somit ei-
nen Kompromiss aus Messabweichung und Aussagekraft dar. 
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6.3. Qualität 
Natürlich ist die Qualität der Darstellung dreidimensio-
naler Szenen sehr wichtig, besonders, da auch ein räumlicher 
Eindruck erweckt werden soll. Diesem Aspekt widmet sich die 
Untersuchung ebenfalls. Dabei gibt es aber keine genauen 
Messvorrichtungen, es werden deshalb Screenshots verglichen 
und danach überprüft, ob es wesentliche Unterschiede gibt. Es 
geht hierbei aber mehr um Fehler oder sonstige Auffälligkeiten 
in der Darstellung der Szenen. Unterschiede, die sich durch 
verschiedene Brennweiten oder Sichtfeldern ergeben, werden 
hierbei aber nicht erfasst, da sie die Qualität nicht mindern. 
Konkrete Beispiele für Darstellungsfehler wären 
schlechte Überlagerungen von 3D-Körpern, wenn sie ineinan-
der positioniert werden oder unnatürlich wirkende Verzerrun-
gen der Texturen. 
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6.4. Quantität 
Unter dem Gesichtspunkt der Quantität werden zwei Ei-
genschaften der Applikationen betrachtet. Das sind zum einen 
die Dateigröße der resultierenden SWF-Datei und zum anderen 
der Umfang des reinen Quelltextes, der für die Applikation ge-
schrieben wurde. 
Der erste Punkt ist insofern von Bedeutung, da es für 
den Benutzer am Ende unangenehm werden kann, wenn er 
sehr lange auf die eigentliche Applikation warten muss, da sie 
erst noch geladen werden muss. Nun betrifft das sicher nur 
Besitzer einer eher schwachen Netzverbindung – zum Beispiel 
Modem, ISDN69, GPRS70 sowie schwaches oder überlastetes 
WLAN71
Der Umfang des reinen Quelltextes stellt dabei ein Indiz 
für den Aufwand der Programmierung der Applikation sowie 
der Implementierung des 3D-Frameworks dar. Dieser Aspekt 
ist aber nicht repräsentativ für eine allgemeine bzw. generelle 
Implementierung der verwendeten Frameworks zu verstehen, 
da jeder Programmierer einen eigenen Stil besitzt und jede 
neue Applikation andere Herangehensweisen erfordert. Die 
. Weiterhin stellt sich auch die Frage, ob sich ein Zusatz 
von circa 50 bis 100 Kilobyte für eine kleine 3D-Animation 
lohnen würde. 
                                           
69 ISDN (Integrated Services Digital Network) – internationaler 
Standard für die digitale Telekommunikation 
70 GPRS (General Packet Radio Service) – Paketorientierter 
Dienst zur Datenübertragung, findet in Mobilfunknetzen Verwendung 
71 WLAN (Wireless Local Area Network) – lokales Funknetz-
werk nach dem Standard IEEE 802.11 
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Suche nach der optimalen Implementierung für das jeweilige 
Framework hätte jeden Aufwand gesprengt, deshalb be-
schränkt sich die Programmierung auf einheitliche – und auch 
besser vergleichbare – Implementierungen. 
Der Umfang des Quelltextes wird dabei folgendermaßen 
erfasst: Alle Kommentare, ob einzeilig oder mehrzeilig, sowie 
alle leeren Zeilen werden entfernt. Öffnende geschweifte 
Klammern kommen immer am Ende der dazugehörigen Dekla-
ration, also am Ende einer package-, class-, interface- oder 
function-Deklaration. Das schließende Pendant dazu befindet 
sich immer auf einer eigenen Zeile. Ansonsten endet jede Zeile 
mit einem abschließenden Semikolon, vorher kommt kein Um-
bruch. In die Zählung werden nur eigene Klassen einbezogen. 
Externe Bibliotheken anderer Programmierer werden nicht mit-
gezählt. Diese sind meist aber auch nur als SWC72
                                           
72 SWC – Flash-Komponentendatei, enthält Komponenten 
oder vorkompilierte Klassen 
-Datei einge-
bunden. Zusätzlich werden die Protokoller-Klasse und dessen 
Implementierung komplett aus der Erfassung herausgenom-
men, da sie nur für die Untersuchung der Performance von Be-
lang ist im Endprodukt aber keine Rolle spielt. 
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7. Auswertung 
Im folgenden Kapitel werden die Untersuchungsergeb-
nisse ausgewertet. Diagramme dienen dabei der Veranschauli-
chung der Ergebnisse. Eine komplette Auflistung der Dia-
gramme befindet sich auf der beigefügten CD. Nähere Infos 
befinden sich im Anhang. 
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7.1. Performance 
7.1.1. Cube3D 
Den Anfang macht mit „Cube3D“ die einzige Applikati-
on, in der die 3D-Frameworks einen deutlichen Leistungsvor-
sprung gegenüber dem reinen Flash Player 10 aufweisen. Das 
Cube3D-Szenario hat sich damit als prädestiniertes Einsatzge-
biet für die 3D-Frameworks erwiesen. 
Am schnellsten läuft dabei die Away3D-
Implementierung mit durchschnittlich 96 Bildern pro Sekunde. 
Erwähnenswert dabei ist, dass die Framerate teilweise über 100 
Bildern pro Sekunde liegt, obwohl die SWF-Datei lediglich für 
100 Bilder pro Sekunde kompiliert wurde. Vermutlich liegt dies 
intern an einer dynamischen Anpassung der Framerate oder 
der effizienten Nutzung der Methode updateAfterEvent() der 
Klasse TimerEvent. 
Im Mittelfeld bewegen sich die Implementierungen der 
Alternativa3D- und Papervision3D-Frameworks mit jeweils et-
wa 55 beziehungsweise 45 Bildern pro Sekunde. Papervision3D 
zeigt hier trotz der recht hohen Framerate die stärksten 
Schwankungen mit Werten von eins bis 82. Die Bewegungen 
sind stark ruckelnd und es zeigen sich oft kurze Phasen des 
kompletten Stillstands. Wie das zustande kommt, lässt sich 
nicht erklären, da die anderen beiden Implementierungen des 
Papervision3D-Frameworks deutlich schwankungsärmer lau-
fen. Vermutlich steht das im Zusammenhang mit der noch 
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recht intensiven Entwicklung an Papervision3D, das sich in der 
aktuellen Version 2.0 noch im Beta-Stadium befindet. 
Abbildung 22, FPS-Verlauf Cub3D mit Papervision3D 
Der Flash-interne Speicherverbrauch zeigt keine derart 
extremen Unterschiede, lediglich die Implementierung für den 
Flash Player 10 weist mit bis zu 17 Megabyte einen höheren 
Wert auf. Die restlichen Versionen bleiben im Bereich um ma-
ximal sechs bis sieben Megabyte. Besonders auffällig sind da-
bei die Speicher-Verläufe der Flash Player 10 und der Away3D-
Version, bei denen die Grafen aller drei jeweiligen Versuche 
annähernd identisch aufeinander abbildbar sind. 
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Abbildung 23, Speicher-Verlauf Cube3D mit Away3D 
Die CPU-Auslastung liegt im Schnitt unter 70 Prozent, 
am genügsamsten war dabei Alternativa3D, welche die CPU 
durchschnittlich mit 60 Prozent auslastet. Zusammen mit der 
Version für den Flash Player 10 steigt diese nie über 77 Pro-
zent. Papervision3D lässt die Last teilweise bis auf 92 Prozent 
ansteigen. 
Der RAM-Verbrauch verhält sich analog zum Flash-
internen Speicherverbrauch. Die 3D-Frameworks verursachen 
einen Verbrauch von maximal 19 Megabyte. Die Implementie-
rung des Flash Player 10 lasten den Arbeitsspeicher mit bis zu 
29 Megabyte aus. 
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Tabelle 2, Detailinformationen 
  Alternativa3D Away3D Flash Player 10 Papervision3D 
Frames pro Sekunde 54,58 95,84 18,45 45,19 
Maximum 66,00 104,00 22,60 82,00 
Minimum 44,57 80,00 14,63 0,69 
          
durchschnittlicher in-
terner Speicher (Me-
gabyte) 
5,34 6,06 16,57 5,38 
Maximum (Megabyte) 6,25 6,89 16,98 6,01 
Minimum (Megabyte) 4,63 5,38 16,18 4,75 
          
durchschnittliche CPU-
Auslastung (Prozent) 
59,70 69,35 67,85 67,28 
Maximum (Prozent) 76,56 84,38 76,56 92,19 
Minimum (Prozent) 42,19 56,25 54,69 41,56 
          
durchschnittlicher 
RAM-Auslastung (Me-
gabyte) 
18,07 18,63 28,60 17,81 
Maximum (Megabyte) 18,13 18,67 28,62 17,82 
Minimum (Megabyte) 17,84 18,49 28,42 17,54 
  
7.1.2. CoverFlow 
Mit der Applikation „CoverFlow“ zeigen sich die enor-
men Anforderungen, mit denen die 3D-Frameworks konfron-
tiert werden können. Alle drei Frameworks laufen im Schnitt 
mit 13 bis 15 Bildern pro Sekunde deutlich langsamer als die 
Version für den Flash Player 10, welche mit durchschnittlich 63 
Bildern pro Sekunde arbeitet. Besonders auffällig ist bei allen 
eine Berg-Tal-Struktur im FPS-Diagramm. Das lässt sich damit 
erklären, dass zu den jeweiligen Zeitpunkten der Erfassung 
unterschiedlich viele Bilder abhängig von der Position in der 
Liste angezeigt werden. Am Anfang und Ende der Liste wird 
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jeweils immer nur knapp die Hälfte der Bildschirmbreite mit 
Bildern gefüllt, was die FPS-Werte aufgrund weniger umfang-
reicher Berechnungen in die Höhe treibt. Je mehr Bilder ange-
zeigt werden müssen, desto niedriger fällt die Bildrate aus. 
 
Abbildung 24, FPS-Verlauf CoverFlow für den Flash Player 10 
Beim Flash-internen Speicherverbrauch liegen alle vier 
Versionen mit etwa 44 bis 49 Megabyte recht nah beieinander. 
In den Diagrammen durch einen abrupten Abfall der Kurve sehr 
gut erkennbar sind die Eingriffe der Garbage Collection, die 
den internen Speicher soweit wie möglich bereinigt. Leider 
lässt sich der Einsatz der Garbage Collection weder steuern 
noch sonst irgendwie vorhersagen, was sich durch die unter-
schiedlichen Momente des Eingreifens zeigt. Am besten ist dies 
im entsprechenden Diagramm für das PaperVsion3D-
Framework erkennbar. Mit jedem Eingriff werden im Schnitt in 
allen Programmen immer etwa 5 Megabyte frei. 
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Abbildung 25, einmaliger Eingriff der Garbage Collection im Beispiel des 
Papervision3D-Frameworks 
Ein ähnliches Bild zeigt sich bei der CPU-Auslastung, 
die im Schnitt bei etwa 77 bis 82 Prozent recht hoch ausfällt. 
Dabei schwankt die Auslastung immer um etwa 20 Prozent-
punkte. Die Ausschläge sind beim Flash Player 10 mit 59 bis 
96 Prozent am Höchsten. Bei den 3D-Frameworks übersteigt 
die Maximal-Auslastung niemals 91 Prozent, dennoch bedeu-
ten diese Werte enorme Einbußen für ein flüssiges Arbeiten mit 
dem Testsystem. 
 
Abbildung 26, CPU-Auslastung CoverFlow für den Flash Player 10 
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Der RAM-Verbrauch offenbart wieder etwas größere 
Unterschiede. So sind die Versionen mit Alternativa3D- und 
Papervision3D-Framework mit bis zu 75 beziehungsweise 76 
Megabyte deutlich genügsamer. Flash Player 10 genehmigt sich 
mit bis zu 88 Megabyte den meisten Anteil am RAM. 
Tabelle 3, Detailinformationen 
  Alternativa3D Away3D Flash Player 10 Papervision3D 
Frames pro Sekunde 13,20 15,06 63,40 12,86 
Maximum 25,24 27,18 98,00 22,00 
Minimum 10,38 11,63 52,33 10,66 
          
durchschnittlicher in-
terner Speicher (Me-
gabyte) 
46,27 48,70 44,19 47,36 
Maximum (Megabyte) 49,31 53,43 46,58 50,46 
Minimum (Megabyte) 43,92 45,46 41,20 45,34 
          
durchschnittliche CPU-
Auslastung (Prozent) 76,91 81,53 78,82 78,38 
Maximum (Prozent) 90,63 89,06 96,88 89,06 
Minimum (Prozent) 0,00 0,00 4,69 0,00 
          
durchschnittlicher 
RAM-Auslastung (Me-
gabyte) 
72,12 79,14 83,21 73,45 
Maximum (Megabyte) 75,78 84,91 88,01 75,05 
Minimum (Megabyte) 66,33 70,08 65,79 70,92 
 
7.1.3. Heightmap 
Die „Heightmap“-Applikation zeichnet ein ähnliches 
Bild, wie die „CoverFlow“-Applikation – nur deutlich intensiver. 
So schaffen die Implementierungen des Away3D- und des 
Papervision3D-Frameworks im Schnitt zwar noch etwa 13 Bil-
der pro Sekunde, das Alternativa3D-Framework hingegen 
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bricht dabei auf einen Wert von fünf ein. Eine Besonderheit ist 
zusätzlich, dass keine Filter unterstützt werden und die enorm 
niedrige Performance somit umso erstaunlicher ist. Die Version 
für den Flash Player schafft auch nur noch einen Wert von etwa 
36 Bildern pro Sekunde.  
Der Flash-interne Speicherverbrauch schwankt unter 
den Implementierungen von maximal sieben (Flash Player 10) 
bis 36 Megabyte (Papervision3D). Das Papervision3D-
Framework schwankt dabei in sich am stärksten um etwa 25 
Megabyte. 
 
Abbildung 27, interner Speicherbverbrauch HeightMap mit Papervision3D 
Die CPU-Auslastung ist dabei erstaunlich gering und 
steigt bei den 3D-Frameworks nie über 57 Prozent. Im Schnitt 
liegt der Wert bei knapp unter 50 Prozent. Mit der Version für 
den Flash Player 10 steigt der Wert auf bis zu 67 Prozent an. 
Dennoch liegen diese Werte weit unter denen der anderen bei-
den Applikationen Cube3D und CoverFlow. 
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Bei der RAM-Auslastung gibt es deutlichere Unterschie-
de zu verzeichnen. Mit lediglich knapp 18 Megabyte arbeitet 
die Flash Player 10 Version dabei am effizientesten. Im Mittel-
feld liegen Alternativa3D mit 22 Megabyte und Away3D mit 
etwa 32 Megabyte. Papervision3D ist mit 48 Megabyte dabei 
am hungrigsten. 
Tabelle 4, Detailinformationen 
  Alternativa3D Away3D Flash Player 10 Papervision3D 
Frames pro Sekunde 5,24 12,54 36,00 12,91 
Maximum 5,65 13,59 38,83 14,00 
Minimum 4,80 9,69 32,95 10,66 
          
durchschnittlicher in-
terner Speicher (Me-
gabyte) 
9,15 18,26 6,29 22,20 
Maximum (Megabyte) 10,68 20,55 6,75 35,78 
Minimum (Megabyte) 7,91 15,77 5,83 11,29 
          
durchschnittliche CPU-
Auslastung (Prozent) 
49,39 48,45 56,18 49,83 
Maximum (Prozent) 53,13 54,69 67,19 56,25 
Minimum (Prozent) 43,75 42,19 45,31 40,63 
          
durchschnittlicher 
RAM-Auslastung (Me-
gabyte) 
21,63 32,17 17,96 47,82 
Maximum (Megabyte) 21,95 32,25 17,98 48,74 
Minimum (Megabyte) 20,27 32,01 17,84 46,46 
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7.2. Quantität 
7.2.1. Zeilenanzahl 
Bis auf Cube3D ergibt der Aufwand in Form der Zeilen-
anzahl für jede Version einer Applikation keine auffällig großen 
Unterschiede. Die Positionen für die meisten beziehungsweise 
wenigsten Zeilen wechseln jeweils zwischen Away3D und der 
Implementierung für den Flash Player 10. Die restlichen beiden 
Frameworks liegen immer im Mittelfeld. Im Schnitt kann man 
aber feststellen, dass der Flash Player 10 den höchsten Auf-
wand erfordert und mit Papervision3D dabei am effizientesten 
programmiert werden kann. Diese Aussage trifft aber lediglich 
auf die Zeilenanzahl zu. 
Tabelle 5, Zeilenanzahlen 
  Alternativa3D Away3D Flash Player 10 Papervision3D 
CUBE3D 308 283 638 289 
COVERFLOW 988 999 830 945 
HEIGHTMAP 319 307 351 317 
 
7.2.2. Dateigrößen 
Die Dateigrößenunterschiede zeichnen ein sehr klares 
Bild und machen deutlich, mit welchen Kosten in Form von 
Bytes man bei der jeweiligen Implementierung rechnen kann. 
Die absoluten Unterschiede zwischen den Versionen sind im-
mer annähernd identisch. Away3D erreicht dabei immer die 
höchste Dateigröße. Am effizientesten ist jeweils immer die 
Version für den Flash Player 10, was insofern logisch ist, als 
dass sie kein zusätzliches Framework benötigt.  
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Tabelle 6, Dateigrößen 
  Alternativa3D Away3D Flash Player 10 Papervision3D 
CUBE3D 59665 134880 19991 78147 
COVERFLOW 148917 225309 107040 168627 
HEIGHTMAP 47885 122277 7210 67074 
 
7.3. Qualität 
7.3.1. CoverFlow 
Mit CoverFlow zeigen sich zwei Probleme mit denen an-
scheinend die 3D-Frameworks zu kämpfen haben. Die Kanten 
der planaren Körper weisen eine auffällige Wellenbildung auf 
und in der Wechselanimation sind unterschiedliche Geschwin-
digkeiten der einzelnen Körper zueinander bemerkbar, obwohl 
die Animationsdauer jeweils immer dieselbe ist. Ersteres lässt 
sich durch die Unterteilung der 3D-Körper in Polygone erklä-
ren, was bei der 3D-Transformation des Flash Player 10 nicht 
geschieht – oder eben komplett nativ, was offensichtlich zu 
einer besseren Qualität führt. 
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Tabelle 7, Vergleichsbilder CoverFlow in folgender Reihenfolge (zeilenweise): 
Alternativa3D, Away3D, Flash Player 10, Papervision3D 
Das Problem mit der Animationsgeschwindigkeit lässt 
sich nicht so ohne Weiteres erklären. Vermutlich ist der enorme 
Aufwand der Berechnungen eine Ursache. Das mag auch daran 
liegen, dass die Animation für jeden Körper einzeln initiiert 
wird. Eine Optimierung wäre eine globale Animation, an der 
alle Körper abhängig von ihrer Position in der Liste gebunden 
sind. Da sich dieses Problem in einer Animation manifestiert, 
wäre eine entsprechende Abbildung wenig aussagekräftig, 
weshalb auf eine selbstständige Ausführung der CoverFlow-
Applikation verwiesen wird. 
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7.3.2. Cube3D 
Mit Cube3D zeigt sich, wie erfolgreich die einzelnen 
Frameworks mit Überlagerungen von Körpern umgehen. Hier 
sticht Alternativa3D positiv hervor, bei der die sich berühren-
den Körper mit korrekter Schnittkante dargestellt werden. Ein 
kleines Manko dessen ist ein sehr dünner Schnitt in der Textur 
entlang dieser Kanten. Die anderen beiden Frameworks verur-
sachen deutliche Fehler in der Darstellung, die durch die kor-
rekte Z-Sortierung der Polygone verursacht werden, aber nicht 
abgefangen werden. Dadurch passiert es, das ein Polygon des 
einen Körpers plötzlich hinter einem Polygon eines anderen 
Körpers erscheint. Die Schnittkante kann man dabei nur erah-
nen. Aufgrund der Z-Sortierung in der Flash Player 10 Version 
auf Basis zusammenhängender Körper entstehen dabei keine 
Schnittkanten. 
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Tabelle 8, Vergleichsbilder Cube3D in folgender Reihenfolge (zeilenweise): 
Alternativa3D, Away3D, Flash Player 10, Papervision3D 
 
7.3.3. HeightMap 
Die größten Auffälligkeiten in der HeightMap-
Applikation sind die fehlenden Filter-Möglichkeit des 
Alternativa3D-Frameworks sowie die deutlichen Größenunter-
schiede der dargestellten Partikel. Letzteres ist besonders bei 
Away3D ersichtlich, hier sind die Partikel fast gar nicht zu er-
kennen. Papervision3D kommt dabei dem Flash Player 10 am 
nächsten. 
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Tabelle 9, Vergleichsbilder HeightMap in folgender Reihenfolge (zeilenweise): 
Alternativa3D, Away3D, Flash Player 10, Papervision3D 
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8. Fazit 
Die vorangegangenen Kapitel beschäftigten sich unter 
anderem mit Flash als Technologie, im Besonderen mit der 
Scriptsprache ActionScript. Es wurden Grundlagen für die 3D-
Programmierung vermittelt und weiterführend am Beispiel von 
Papervision3D erläutert. Anhand konkreter Anwendungsbei-
spiele wurden die Möglichkeiten dreidimensionaler Inhalte in 
Flash vorgestellt und einer empirischen Untersuchung unter-
zogen. 
Im Ergebnis dieser Untersuchung ist festzustellen, dass 
es keine absolute und eindeutig zu bevorzugende Lösung gibt, 
die die 3D-Programmierung in ActionScript 3.0 erleichtert oder 
immer zu einem leistungsfähigen Produkt führt – weder mit 
einem der genutzten Frameworks noch mit den Möglichkeiten 
des Flash Player 10. Zwei Szenarien, wie sie in dieser Bachelor-
arbeit betrachtet wurden, liefen optimaler mit dem Flash Player 
10 (CoverFlow, HeightMap) und lediglich eines war prädesti-
niert für die 3D-Frameworks (Cube3D). Aber gerade Letzteres 
zeigte die eigentlichen Stärken der 3D-Frameworks: die Dar-
stellung von Körpern im Raum. 
Gerade hier zeigte sich für den Flash Player 10, dass es 
alleine mit korrekter dreidimensionaler Verzerrung von Sprites 
nicht getan ist. Der Programmierer muss einen gewissen zu-
sätzlichen Aufwand bewältigen (zum Beispiel Z-Sortierung), um 
die gleichen Ergebnisse zu erreichen, wie sie mit den 3D-
Frameworks möglich sind. Das liegt aber mitunter daran, dass 
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die neuen Möglichkeiten der 3D-Transformation lediglich 
Hilfsmittel sind, die durch native Berechnungen einen Ge-
schwindigkeitszuwachs ermöglichen können. Das muss aber 
nicht zwangsläufig der Fall sein, wie am Beispiel von Cube3D 
deutlich wird. Diese nativen Schnittstellen bedeuten noch lange 
kein Framework im Sinne von Papervision3D, Away3D oder 
Alternativa3D, solch eines muss zunächst entwickelt und opti-
miert werden.  
Von Alternativa3D73 und Papervision3D74 gibt es bereits 
Versionen für den Flash Player 10. Alternativa3D erreicht dabei 
ebenfalls eine höhere Leistung gegenüber der Version für den 
Flash Player 9. Papervision3D für den Flash Player 10 befindet 
sich noch in einem sehr frühen Stadium, kurze Tests zeigten 
sogar eine niedrigere Leistung gegenüber der Ur-Version. An-
scheinend wird diese Version aber seit Ende September 2008 
nicht mehr weiterentwickelt. Das Team von Away3D veröffent-
lichte im Verlauf dieser Arbeit mit Away3DLite eine sehr 
schlanke, nach eigenen Angaben maximal 25 Kilobyte bean-
spruchende Bibliothek, die von Grund auf neu entwickelt wurde 
und in Demonstrationen eine erstaunliche Leistung zeigt75
Allgemein stellen sich je nach Einsatzzweck und Anfor-
derung zwei Implementierungen als vorteilhaft heraus: Away3D 
und Flash Player 10. Gerade Cube3D hat die enorme Leis-
. 
                                           
73 http://alternativaplatform.com/en/alternativa3d/ 
74 http://code.google.com/p/papervision3d/source/browse/ 
#svn/trunk/branches/cs4/src 
75 http://away3d.com/away3d-lite-v1-0-fastest-and- 
smallest-3d-engine-in-flash 
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tungsfähigkeit des Away3D-Frameworks herausgestellt. Auf 
der Projektseite finden sich einige interessante Referenzen, die 
diesen Eindruck bestätigen76
Der Flash Player 10 bietet schon von Grund auf eine 
enorme Leistungsfähigkeit bei der 3D-Transformation. Seine 
Stärken liegen bei der Animation kleiner und kleinster Partikel, 
in der Qualität der Darstellung sowie in einer niedrigen resul-
tierenden Dateigröße, was gerade langsame Internetverbin-
dungen zu Gute kommen kann. In Zeiten des mobilen Internets 
ist das ein Faktor der nicht unterschätzt werden sollte. Denn 
auch wenn viele Mobiltelefone bisher nur FlashLite unterstüt-
zen, gibt es dennoch viele mobile Notebook-Nutzer, die mit 
über 90 prozentiger Wahrscheinlichkeit das Flash Player Plugin 
ab Version 9 installiert haben. In diesem Zusammenhang wären 
Werbebanner mit 3D-Effekten ein geeignetes Einsatzgebiet für 
den Flash Player 10. 
. Als prädestinierter Einsatzzweck 
von Away3D würden sich größere Projekte wie Spiele, Produkt-
präsentationen oder umfangreiche Microsites anbieten. Ist die 
Dateigröße und eine langsamere Internetverbindungen nicht 
wichtig, kämen sicher auch kleinere Projekte in Frage. 
Alternativa3D und Papervision3D fallen im Vergleich 
dazu etwas ab. Ersteres beeindruckt zwar mit einer sehr guten 
und annähernd fehlerfreien Darstellung, ist aber aufgrund feh-
lender Filter-Unterstützung nur begrenzt nutzbar. Und beson-
ders bei Partikel-Animationen leidet Alternativa3D unter einem 
enormen Leistungseinbruch. Was noch hinzukommt, ist der 
                                           
76 http://away3d.com/away3d-fwa-winners-and-more 
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lizenzrechtliche Gedanke, auch wenn er in dieser Untersuchung 
keine Rolle spielt. Dennoch sollte man bei der Verwendung des 
Alternativa3D-Frameworks beachten, dass bei einer kommer-
ziellen Nutzung Lizenzgebühren anfallen. 
Papervision3D genießt zwar dem Anschein nach einen 
guten Ruf sowie eine starke Verbreitung unter Flash-
Entwicklern, aber dies täuscht nicht darüber hinweg, dass sich 
das Framework noch in einem Beta-Stadium befindet. Gerade 
anhand der Applikation Cube3D werden die Schwächen deut-
lich, die sich in einer extrem stark schwankenden Bildrate ma-
nifestieren. Wie Away3D bieten sich auch PaperVision3D und 
Alternativa3D für größere Projekte an, aber immer unter Be-
rücksichtigung der oben genannten Schwächen. 
Als finales Fazit ist festzustellen, dass die bestehenden 
Frameworks keineswegs durch die neuen Fähigkeiten des Flash 
Player 10 ersetzt werden können. Die Entscheidung über den 
Einsatz der beispielhaft untersuchten 3D-Frameworks oder des 
Flash Player 10 muss dabei immer mit dem letztendlichen Ein-
satzzweck einher gehen. Dass dabei eine Symbiose aus den 
Frameworks mit den nativen Fähigkeiten des Flash Player 10 
mehr Leistung verspricht, kann als sehr realistisch erachtet 
werden. Auch was zukünftige Versionen des Flash Players be-
trifft, so ist von Adobe noch Einiges zu erwarten. Besonders im 
Zusammenhang mit GPU-, 64bit- und MultiCore-
Unterstützung wäre ein enormer Zuwachs an Leistung und 
vielfältigerer Möglichkeiten denkbar. Dieser Ausblick in die Zu-
kunft ist aber immer mit Vorsicht zu genießen. 
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9. Schlussbemerkungen 
Abschließend sollte erwähnt werden, dass diese Arbeit 
nicht zum Ziel hatte, hoch optimierte Programme zu entwi-
ckeln und zu testen. Es ging grundsätzlich um eine unter den 
Implementierungen vergleichbare Untersuchung. Dennoch 
kann diese Arbeit als Inspiration und Ausgangspunkt für weite-
re Untersuchung dienen, da mit ihr nicht alle Aspekte betrach-
tet werden konnten. Zum Beispiel könnte ein nächster Schritt 
darin bestehen, die Flash Player 10 Versionen der 3D-
Frameworks miteinander zu vergleichen – vielleicht auch mit 
ihren Pendants für den Flash Player 9. 
Die 3D-Transformationen sind nicht die einzigen Neue-
rungen des Flash Player 10, eine der Interessantesten dürfte 
mit Sicherheit der Shader sein. In Form der Klassen Shader, 
ShaderFilter und ShaderJob stehen einige Mittel zur Verfügung, 
die die Leistung vieler Applikationen deutlich erhöhen können. 
Die sehr hardwarenah ausführbaren Shader-Programme, die 
mit dem PixelBender ToolKit entwickelt werden, sind haupt-
sächlich für die Bildverarbeitung gedacht. Mittlerweile gibt es 
aber erste Anwednungsbeispiele, die diese Möglichkeiten auf 
andere Berechnungen ausweiten77
                                           
77 http://www.flashmagazine.com/tutorials/detail/ 
. 
using_pixel_bender_to_calculate_information/ 
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Anhang 
Der gesamte Anhang ist auf der beiliegenden CD und 
im Internet unter folgender Adresse zu finden: 
http://www.stefanvonderkrone.de/bachelorarbeit/ 
Die Daten liegen unter anderem im CSV-, Office-2007-  
und ODF-Format vor. Des Weiteren sind dort alle wichtigen 
Entwicklungsdaten sowie die Projektdateien für die Entwick-
lungsumgebungen FDT78, FlashDevelop79 sowie Visual Studio 
200880
Online ist es möglich durch die Dateien zu navigieren, 
sie können aber auch als ISO-Abbild zum eigenständigen 
Brennen auf einen CD-Rohling sowie als ZIP-Archiv herunter-
geladen werden. Für die Arbeit mit den Flash-Applikationen wir 
ein FlexSDK
 zu finden. Letztere betrifft lediglich den ProcessLogger. 
81
Fragen und Anregungen zum Anhang kann man jeder-
zeit per Mail an skrone@htwm.de richten.
 mindestens in der Version 3.3 benötigt. 
                                           
78 http://www.fdt.powerflasher.com/ 
79 http://www.flashdevelop.org/community/ 
viewforum.php?f=11 
80 http://www.microsoft.com/germany/Express/product/ 
visualcsharpexpress.aspx 
81 http://opensource.adobe.com/wiki/display/flexsdk/ 
Download+Flex+3 
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