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ABSTRACT 
Corporate software development faces very demanding 
challenges, especially concerning the user interface of a 
software system. Collaborative design with stakeholders 
demands informal modeling methods that everybody can 
understand and apply. But using traditional, paper-based 
methods to gather and document requirements, an IT 
organization often experiences frustrating communication 
issues between the business and development teams. We 
present ways of agile high-fidelity prototyping for 
corporate user interface design. Without harming agile 
principles and practice, detailed prototypes can be 
employed for collaborative design, can act as visual 
specifications and substitute paper-based artifacts. 
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1. Introduction 
 
Facing pressures of time and budgeting, engineering 
processes have to come up with design approaches that 
can also guarantee quality in terms of functionality, 
usability and user experience [1]. 
Safeguarding these different requirements with 
ordinary methods is a demanding, if not an impossible, 
task. 
Following our experience with the German 
automotive industry, many companies strive to further 
increase their influence on the user interface design (UID) 
of their corporate software systems. The risk of bad UID 
is large and is an economic one. 
A business application is supposed to help employees 
to work more efficiently and effectively. If it does not do 
this, employees are unable to perform their tasks and the 
usage may be altogether incorrect and time-consuming, 
and lead finally to reduced acceptance. Consequently 
benefits decrease, costs for user support explode, and the 
target for return on investment is missed. With B2C 
software, the UI transports important (emotional) values 
such as corporate design (CD) and corporate identity (CI). 
A company website must create brand awareness, 
transport product values, enable product search and 
configuration, allow contact with nearby retailers, and has 
to increase customer loyalty. Furthermore, in-car software 
systems are supposed to support the driver while 
travelling, e.g. with GPS navigation or dynamic traffic 
information. Such systems must never endanger road 
safety [2] and the respective UIs must be intuitive and 
easy to use. Moreover, complex automotive engineering 
processes such as these normally involve many 
stakeholders. Most companies employ their own software 
and usability experts as well as designers and other IT 
related personnel. This demands approaches that help to 
bridge interdisciplinary gaps. 
Several ingredients can contribute to engineering 
failure: time and budget constraints, the increasing 
importance of the UI, the separation of professions, 
particularly software engineering (SE) and usability 
engineering (UE), and consequently a lack of methods, 
tools and process models that handle such development 
conditions across disciplines. 
In this article we describe our findings from 
automotive research on advanced UID. Due to a certain 
degree of universality, we will explain our approaches for 
corporate software development in general. In Section 2 
we outline the contributions and shortcomings of agile 
methods regarding corporate software development. We 
discuss low- and high-fidelity prototyping as collaborative 
UID methods in Section 3. Against the background of 
agile principles and practice, we explain ways of agile 
highfidelity prototyping in Section 4 and present an 
associated tool. In Section 5 we outline the continuous 
application of detailed prototypes as visual specifications. 
Finally, we summarize our findings in Section 6 and 
highlight the topics of our further research. 
 
2.  Contributions of agile methods 
 
The challenges of today’s IT development are partly 
addressed by agile approaches to SE. Pressure of time is 
accommodated with e.g. less documentation, pair 
programming or coding from the early stages. The 
integration of on-site customers tries to satisfy the 
demand for co-determination by the contractor and is 
supposed to propel cost-effective iterative and 
incremental development. 
But agile software lifecycles, e.g. most popular 
Extreme Programming (XP), lack end-user involvement 
and do not explicitly consider UID and UE issues. 
Consequently, UE has to become a part of agile methods 
in order to reduce the risk of making wrong UID 
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system, the more decisive is its impact on the overall 
software architecture. The interaction layer is the part of 
software where UE and SE need to overlap. 
A very popular approach for bridging both UE and 
SE is usage-centred design [3]. With user role models, 
task models or content models, evident problems of user 
centred design are addressed: especially when many 
stakeholders are involved, a concentration on the user 
may be time-consuming and lead to never-ending 
iterations between design alternatives and evaluation. 
Using a formal model-based approach helps to 
concentrate on the tasks that a software has to support. 
Models are clearly structured and allow for the 
gathering of requirements without the distracting details 
of UID. Hence, the navigation of the design process 
becomes less a matter of trial-and-error. Furthermore, 
UID usually comes with a certain degree of black-box 
engineering, because stakeholders are unable to 
understand how the developers translated the 
requirements (user profiles, use cases, design principles, 
etc.) into running code. Usage centred design tries to 
directly transform models into a silver-bullet UID. 
Using abstract presentations is a promising departure 
for every software project, but such models fail to map 
real UI behaviour. They can only sketch out the look of a 
UI, and are unable to externalize the feel of a software 
application. Consequently, the assessment of user 
performance and user experience during actual interaction 
is postponed to later stages of design. This is too late, if 
the UI behaves inappropriately. 
In general, this discussion illustrates a critical trade-
off: UE employs prototypes of different fidelity to 
evaluate different aspects of the UI during participatory 
design (PD). In contrast to the application of abstract 
models, such UE practice requires more effort and time. 
Agile methods like usage-centred design favour 
lightweight techniques during collaborative requirement 
engineering (RE), but fail to assess UI behaviour at an 
early stage. Hence, promising ideas of interaction design 
may be ignored and simple solutions could be mistakenly 
favoured because of their stable appearance, although 
their actual behaviour may be insufficient. Consequently, 
the fidelity and formality of applied models must be 
thoughtfully balanced in order to take both look and feel 
into a balanced account. 
The discussed trade-off is very similar to the debate 
about the adequate fidelity of prototypes. But prototypes 
are also models and thus, in order to be able to decide 
about the right instruments for corporate software design, 
we refer to the advantages and disadvantages of low- and 
high-fidelity prototyping. 
 
3.  The fidelity of prototypes 
 
Prototypes are instruments applied by both SE and UE. 
While SE uses them as vehicles for inspections, testing 
and incremental development (XP: Small Release), UE 
mainly uses prototypes for PD. Prototypes are an 
“excellent means for generating ideas about how a UI can 
be designed, and it helps to evaluate the quality of a 
solution at an early stage” [4]. Altogether, prototypes can 
be boundary objects for bridging SE, UE and other 
stakeholders during RE for the UID. They can serve as 
the common language to which all can relate [4,5,6]. 
As there are several approaches to prototyping, it is 
important to determine the purpose of any prototype you 
build (Table 1). When enhancing or changing an existing 
system, evolutionary prototypes allow testing of how the 
next version of a software product will look and feel. For 
designing a UI from scratch, experimental and 
exploratory prototypes are the appropriate vehicles for 
propelling the design process. Experimental prototypes 
can be compared to spike solutions in XP, while 
exploratory prototyping is very much related to PD. PD is 
an applied method of RE in UE and SE. 
 
Goal Description 
Evolutionary 
prototyping 
−  Continually adapt a system to a rapidly     
changing environment 
−  Ongoing effort to improve an application 
Experimental 
prototyping 
−  Used to test hypotheses 
−  Try out technical solutions to meet 
requirements 
−  Communicate about technical and 
usability issues 
−  Gather experience about the suitability 
and feasibility of a particular 
design/implementation 
Exploratory 
prototyping 
 
−  Used when problem at hand is unclear 
−  Express to developer how something 
should 
−  work and look 
−  Design exploration of a variety of 
solutions 
−  Understand user needs and tasks and how 
they can be supported by IT 
−  Elicit ideas and promote cooperation and 
−  communication between stakeholders 
Table 1: Approaches of prototyping, based on [4] 
 
Consequently, exploratory prototypes of varying 
fidelity are adequate instruments for interdisciplinary RE 
with stakeholders. 
Low-fidelity prototypes should be used for exploring 
the design space. They require little effort and allow a 
quick comparison of alternatives. They therefore support 
prioritizing design alternatives and narrowing the design 
space. Although simpler designs can externalize design 
problems more cheaply and provide the starting point for 
discussion, they are too sketchy and too vague to give 
further guidance for developers. Moreover, they lack 
aesthetics and cannot represent CI and CD to business 
stakeholders (Table 2). From a certain phase of UID 
onwards, the developers therefore have to switch from 
abstract to detail [7]. 
Stakeholders need to get a better feeling for how the 
product will behave and are asked to make 
recommendations about the functionality, usability and 
joy of use [8] of corporate software products. Because 
more detailed prototypes simulate the UI more 
realistically, they can provide a better basis for thorough For example, they need to support the design of 
several models (prototypes) in parallel (Table 4) in order 
to guarantee a concurrent development of alternatives. 
Simulations must be able to gather rapid feedback and, in 
alignment with the iterative character of agile processes, 
developers must be able to incrementally change the 
prototypes without exceptional effort (Table 3). 
evaluation with end-users. Although there is no 
significant difference in the number of usability issues 
detected with low- or high-fidelity prototypes [9,10,11], 
only interactive high-fidelity prototypes are able to 
simulate UI behaviour. This helps to discover missing, 
unknown and unclear requirements and reduces the risk of 
costly late-cycle rework. Unfeasible, undesirable, or 
costly UI behaviour can be identified early. Moreover, 
stakeholders prefer working with more detailed 
prototypes rather than abstract artifacts [9]. Consequently, 
with high-fidelity prototypes the implementation of 
important requirements can be assessed during earlier 
stages of design [12]. 
 
 
Type Advantages  Disadvantages 
Low- 
Fidelity 
−  less time & lower cost 
−  evaluate multiple 
design concepts 
−  communication device 
−  address screen layout 
−  issues 
−  identify market 
requirements 
−  proof-of-concept 
− limited usefulness for 
usability tests 
− poor detailed 
specification to code to 
− navigational and flow 
limitations 
− limited error checking 
− limited utility after 
requirements 
established 
High- 
Fidelity 
− partial/complete  
functionality 
− fully interactive 
− use for exploration and 
test 
− look & feel of final 
product 
− living UI specification 
− marketing & sales tool 
− time-consuming to 
create 
− more expensive to 
develop 
− inefficient for proof-of-
concept designs 
− blinds users to major 
representational flaws 
− management may think 
it is real 
Agile principle  Compatibility with interdisciplinary prototyping 
Model With A 
Purpose 
The purpose of high-fidelity prototyping is to 
simulate the feel of the UI for specific use cases. 
Rapid Feedback  The time between an action and the feedback on that 
action is critical for efficient development. Tools 
must allow rapid (high-fidelity) prototyping. 
Embrace 
Change 
Prototypes should allow easy enhancement or 
change. 
Incremental 
Change 
Stakeholders should be able to create low-fi 
prototypes first, then more sophisticated hi-fi ones 
later. 
 
Table 3: Outline of core principles of agile development 
and their compatibility with early-stage UI prototyping 
(agilemodeling.com) 
 
Agile practice  Compatibility with interdisciplinary prototyping 
 
Active 
Stakeholder 
Participation 
Active stakeholder participation can be easily 
promoted with prototyping (PD). 
Apply The 
Right Artifacts 
Some modeling languages are inappropriate for 
describing parts of the system (see Chapter 4). 
Prototypes are understood by everybody. 
Create Several 
Models In 
Parallel 
Different disciplines apply different models (Figure 5) 
Different design alternatives are explored in parallel 
and expressed through different models. 
Iterate To 
Another 
Artifact 
When a prototype cannot describe certain parts of the 
system, other kinds of externalization must be used. 
For example: Switch from low-fi to hi-fi. 
Model To 
Communicate 
Prototypes need to look attractive for showing them to 
decision makers. High fidelity can be used for 
discussion and release planning. 
Model To 
Understand 
Prototyping helps to understand and explore the 
problem space. Prototypes support the stakeholders 
already during early stages of design. 
Use The 
Simplest Tools 
Most stakeholders are used to certain expressive 
software, e.g. PowerPoint. Prototyping tools should 
work equally easily. 
Table 2: Advantages and disadvantages for low- and high-
fidelity prototyping, based on [6] 
 
Undoubtedly, high-fidelity prototypes also include 
several shortcomings. It is therefore important to employ 
convenient tools allowing an easy, fast and therefore 
cheap creation of detailed UI simulations. 
 
4.  Tool support for agile detailed 
prototyping  Table 4: Outline of core practices of agile development 
and their compatibility with early-stage UI prototyping 
(agilemodeling.com) 
 
Returning to agile methods, high-fidelity prototyping is a 
UE-related extension of agile SE practice (Figure 1). 
Prototypes complement formal models and help to define 
the UI of a system before coding starts. Consequently, 
prototyping tools must be smoothly incorporated into 
agile processes and high-fidelity prototyping must be 
compliant with agile principles and practice. 
 
We analyzed several widely used prototyping tools 
that can be found in current practice. As we focus on the 
interaction layer and an interdisciplinary understanding of 
the applied methods, we first fade out discipline-specific 
modeling languages such as UML. Formal languages are 
powerful for specifying structure and functionality (see 
Chapter 5), but like other abstract models, they are 
visually too expressionless for UID issues [14]. Interface 
builders are also outside the scope of collaborative UID, 
as they require programming skills (which end-users and 
business stakeholders do not usually possess). 
 
 
Together with another automotive research group 
[15], we interviewed non-technical stakeholders (N=12) 
about the tools they typically apply in automotive RE  Figure 1: The extension of agile modeling by UE [13] (ordered by frequency of occurrence; multiple 
nominations possible): Microsoft PowerPoint (12), 
Microsoft Excel (10), Microsoft Word (7), Adobe 
Photoshop (and other, 6), MindManager (2), Microsoft 
Visio (1). In summary, the results underline two important 
findings. First, standard office applications predominate 
as tools for medium- to high-fidelity prototyping. Second, 
the more special an application (e.g. Visio) and the more 
unfamiliar and infrequent its usage, the less likely it is to 
be employed.  
For several reasons, standard office applications are 
inappropriate for RE. For example, they are unable to 
inherit changes for multiple screens at once (PowerPoint), 
lack visual expressiveness (Word/Excel) and entail media 
disruptions in terms of convertibility [15]. 
Consequently, we concentrate our research on promising 
prototyping applications that (i) can be operated in a way 
comparable to standard office software in terms of visual 
appearance and usability and (ii) offer better (ex-) 
changeability. In this article we want to illustrate our 
experience with iRise Studio (http://www.iRise.com). 
This high-fidelity prototyping tool should be as easy to 
use as PowerPoint (Table 4. Use The Simplest Tools) and 
follows two fundamental guidelines: 
 
•  More functionality than a static prototype. 
Allow better stakeholder involvement, deliver more 
accurate and complete requirements, validate 
requirements through expressive simulation 
•  Easier than coded prototypes.  
Evaluate multiple alternatives, rapidly simulate 
business requirements without any programming 
 
 
Figure 2: iRise whiteboard for sketching page flow 
 
iRise studio does indeed provide an easy-to-use UI. 
The whiteboard (Figure 2) is related to storyboards (UE) 
and can be used to outline the navigational model of an 
application. Screens are represented by small icons and 
can be connected by dragging one icon onto another one. 
For designing the UI of a screen, iRise allows zooming 
from whiteboard into detail. Texts, images, widgets and 
external objects (e.g. Adobe Flash objects) can be 
dropped onto the screen and a highly interactive UI 
(Figure 3) can be composed. Contents may be designed in 
outline at first and refined later (Table 3 & 4: Incremental 
Change, Iterate To Another Artifact). Following the idea 
of design UI patterns, masters and templates can be 
designed for reuse across different screens. Updating 
masters will automatically update the copies of the 
template screens used elsewhere in the application 
storyboard (Table 3: Embrace Change). Furthermore, the 
underlying use case of a screen can be described in 
natural language (UE: Scenario). 
 
 
Figure 3: iRise Layout and Content Editor 
 
Altogether, iRise provides three different levels of 
modeling, namely the high-level page flow, screen design 
and text view. All visual and textual information is 
exported to an iDoc, which is an executable simulation of 
the modeled UI. The iDoc player allows access to all 
three modeling layers without having the main 
application. The player is perfect for evaluation with 
stakeholders and provides the functionality to annotate the 
simulation with sticky notes. As a supplement to the iDoc, 
iRise offers the possibility of saving descriptions and 
static images of the modeled UI to Microsoft Word. 
But the absence of an integrated drawing tool 
demands the additional application of a picture editing 
tool, e.g. for sketching UI widgets. When more 
sophisticated UI behaviour is necessary, embeddable 
objects such as Adobe Flash need to be generated 
separately. iRise will help to model ordinary UIs, but 
otherwise needs to become part of an interrelated tool-
chain. 
In addition, the iDoc format is a compiled format and 
– in contrast to using XML – freedom of exchange with 
other RE or CASE tools is restricted. iRise therefore does 
not provide access to source code that could be reused for 
the implementation of the final system. The simulations 
do not have the qualities of pilot systems (Figure 4). 
 
5.  Visual specification of interactive systems 
 
With iRise, prototyping the UI allows the simultaneous 
deployment of a textual specification of the UI in a 
standard office format. The paper-based document mainly contains the same information as the executable 
prototype. Consequently, with tools like iRise, high 
fidelity prototypes are to some extent already a substitute 
for textual specifications. Business then has an effective 
way to visualize critical systems before coding starts. 
Furthermore, building a prototype-based UI specification 
also contributes to the agile principles Software Is Your 
Primary Goal and Model With A Purpose (Table 3). 
Typically, UE will document design knowledge in 
style guides that easily reach a size of hundreds of pages 
and require many hundreds of hours of effort [16]. The 
problem is that written language is ambiguous and leaves 
room for interpretation [15]. Especially when interactive 
behaviour has to be specified, a picture is worth a 
thousand words: “Whenever the programmer needs 
design guidance, the prototype is fired up and the function 
in question is executed to determine its design” [6]. 
Visual specifications are especially interesting for 
corporate software development, because actual system 
implementation is mostly outsourced. This causes a loss 
of control on UID and hence the UI must be specified at 
an early stage in order to ensure compliance with CI and 
CD. Consequently, prototypes are the visual spearhead of 
a shared understanding about a system’s look and feel. 
But referring to our survey on state-of-the art prototyping 
tools, most only specify the UI and just rudimentarily 
include models helpful for coding (e.g. UML) or more 
related to business needs (Figure 4). Although being 
inappropriate for corporate UID, abstract models are 
important for a complete visual specification. 
 
 
Figure 4: Discipline-specific models and their layers of 
abstraction for software specification; models included in 
iRise marked in grey 
 
With iRise it is, for example, possible to drill down 
from visual detail to natural language. This is a very 
helpful feature for specification and reverse engineering 
and points to a promising field of further tool 
development. The layered inclusion of abstract models 
into system simulations allows the designer to visually 
describe a system separately from the UI. By nature, 
models from the UE community only define what the UI 
should be like, but give little guidance on how to build it 
in terms of coding. SE models can contribute knowledge 
about implementation according to the prototype’s 
appearance. For example, business models add market 
and cost benefit analysis and other contextual 
information. Consequently, agile high-fidelity prototypes 
mainly propel corporate UI development, whereas 
supplementing them with other modeling languages 
makes them become a complete visual system 
specification. The smooth conversion between different 
kinds of models provides additional bridging between the 
disciplines. 
Figure 4 outlines a discipline-specific hierarchy of 
modeling languages of different levels of abstraction. For 
describing non-UI related requirements, all stakeholders 
employ the models they are used to. Changes to abstract 
models shall influence those on equal or superior levels 
and vice versa. In addition, modeling techniques echo 
across disciplines (although varying in formality and 
objective of use). This supports consistency of models 
and prevents redundancy. Finally, for communication and 
a shared understanding, all models are taken up with a 
detailed UI prototype at the interaction layer. Altogether, 
the prototype and the underlying models define the visual 
specification of the software system. 
 
6. Summary 
 
Today’s challenges for corporate software development 
can be addressed by an interdisciplinary approach. Agile 
methods help to deal with time and budget constraints. 
Selected high-fidelity prototyping tools enable the 
addition of UE and UID expertise while maintaining 
important agile qualities. Consequently, prototypes are an 
adequate method for corporate UID and can moreover 
channel visual specifications to substitute for paper-based 
artifacts. They help to decrease overall costs, late-cycle 
changes and misunderstandings about requirements. 
Currently, tools like iRise already try to bridge the gaps 
between distinct disciplines by including different kinds 
of models (Figure 4). As shown by case studies of various 
companies, their application does indeed add value to RE 
processes e.g. in terms of saving resources or preventing 
costly late-cycle changes (see http://www.iRise.com). 
Other related software tools also combine various 
modeling languages. Interface builders (e.g. JBuilder) 
offer a GUI builder, code view and integrated UML 
support, IBM Rational includes e.g. UML, business 
models and beyond. But on its own, none satisfies the 
requirements of all the involved disciplines. For the 
further development of visual specification tools that 
contribute engineering usable and attractive corporate 
software systems, we therefore encourage the integration 
of UI prototypes with interrelated models from other 
disciplines. 
Our further research will therefore concentrate on 
several related topics. First, we will continue to scrutinize [3]  L.L. Constantine and L.A.D. Lockwood, Software 
for Use: A Practical Guide to Models and Methods of 
Usage-Centered Design (Reading, MA: Addison-Wesley, 
1999). 
RE tools, e.g. Harmonia (http://www.harmonia.com/), 
LuciSpec (http://www.elegancetech.com/), AxurePro 
(http://axure.com/), Rational (http://www.rational.com) or 
Aris (http://www.ids-scheer.de), and we will assess and 
classify them in order to become aware of unique 
functionalities and shortcomings. Second, we will develop 
a meta-toolkit allowing a smooth toggling between 
abstract and visual models (Figure 4, vertical transitions) 
as well as between (related) models of different 
disciplines (Figure 4, horizontal interfaces). Linking up 
with our experience in developing Zoomable User 
Interfaces (ZUIs), and following the idea of Damask 
(http://guir.cs.berkeley.edu/projects/damask/) and Denim 
(http://dub.washington.edu/projects/denim/), we believe 
that a zoom-based concept could intuitively and traceably 
connect different models. A ZUI supports interacting with 
different views on requirements and therefore helps to 
build a cross-discipline visual software specification. For 
example, one could zoom-out from high-fidelity 
prototype (upper-left) to low-fidelity prototype (lowerleft) 
and continue to drill down to U(I)ML diagram (upper 
right) or even to a developer’s source-code view. Vice 
versa, zooming-in would add more detail to abstract 
representations (Figure 5). 
[4]  D. Bäumer, W.R. Bischofberger, H. Lichter, and H. 
Züllighoven, User Interface Prototyping - Concepts, 
Tools, and Experience, Proceedings of the 18th 
International Conference on Software Engineering 
(ICSE), Berlin, Germany, March 1996, 532-541. 
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Rudorfer, Using Evolutionary Prototypes to Formalize 
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Bridging the Gaps Between Software Engineering and 
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[6]  J. Rudd, K. Stern, and S. Isensee, Low vs. high 
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1996, 76-85. 
[7]  J. Lowgren and E. Stolterman, Thoughtful 
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Technology (MIT Press, 2004) 
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