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Abstract
AN AGENT BASED GENE FLOW MODEL
By Erich L Foster, Master of Science.
A thesis submitted in partial fulfillment of the requirements for the degree of Master of
Science at Virginia Commonwealth University.
Virginia Commonwealth University, 2009.
Director: David M. Chan, Assistant Professor, Department of Mathematics and Applied
Mathematics.
The understanding of gene movement in plant species is critical to the management
of both plant and animal species reliant on that plant. Pollen is the mechanism by which
plants pass their genetic material from one generation to the next. Pollen dispersal studies
have focused primarily on purely random diffusion processes, while this may be a good
assumption for species pollinated mainly by abiotic means, such as wind, it is most likely
an over simplification for species that are pollinated by biotic means, such as insects [3].
Correlated random walk (CRW) models are a model of animal movement [10] and have
been successfully used to explore the movement of animals in varying ecological contexts
[1]. An agent-based model (ABM) is developed to describe pollen movement via insects
as a correlated random walk (CRW). This model is used to explore how insect path lengths
and pollen distribution are affected by the varying turning angle and plant density.
viii
Table of Variables
a Fraction of flowers in bloom at
any time
t(i) The ith animals time
A Area of the environment tmax Maximum time stopping crite-
rion
AMT Angle of Maximum Turn tplant Amount of time an animal visits
a plant
b Total number of animals T (i) Number of plants visited by the
ith animal
c(i)m Amount of food in the ith ani-
mals stomach after m visits
v Animal velocity
cmax Maximum stomach size (x
(i)
1 ,x
(i)
2 ) Coordinate of the i
th plant
D2 Mahalanobis distance (x(i)1, j,x
(i)
2, j) Coordinate of the i
th animal’s jth
location
f j Total number of flowers visited
at the jth plant
X(i)j Coordinate of the i
th animal’s jth
location
f j,k Number of flowers visited dur-
ing the kth visit for the jth plant
(y1,i,y2,i) Coordinate of the ith animal’s lo-
cation
fˆ j Theoretical number of possible
flowers visited for the jth plant
yk Sample vector of the kth coordi-
nate of animals’ locations
Fj,k Amount of pollen the jth father
contributes to the kth mother
y¯k Mean of the kth coordinate of an-
imals’ locations
Fˆ(i) Weighted Diversity of Fathers
for the ith plant
Y Sample of all animal locations at
time t
E Average weighted diversity of
fathers
Yi Coordinate of the ith animal’s lo-
cation
ix
m Number of times a plant has
been visited
Y¯ Sample mean animal locations at
time t
M(i) Maximum distance the ith ani-
mal travels from it is starting lo-
cation
α Fraction of all flowers pollinated
M¯ Average Maximum Distance β Amount of pollen collected per
flower
n Number of plants δ (i)j Turning angle for the i
th animal’s
jth step
p(i)j The pollination distance from
the ith mother to the jth father
θ (i)j Angle of travel for the i
th ani-
mal’s jth step
p¯ Average Pollination Distance η Fraction of flowers available for
pollination at any one time
P(i) Maximum pollination distance
for the ith mother
ρ Probability that a flower is polli-
nated
P¯ Average Maximum Pollination
Distance
τ(i) Number of times the ith plant has
been pollinated
r Search radius ∆τ(i) Number of distinct fathers con-
tributing pollen to the ith plant
s(i) Path Distance for the ith animal φ Number of flowers available on
a plant
s(i)j Step Distance for the i
th animal
at step j
ω Plant density
SDA Standard Deviation Angle
1Introduction
Pollen is the mechanism by which plants pass their genetic material from one plant to
the another. Two modes of transporting pollen, from one plant to another, include abiotic
(wind dispersal) and biotic (animal dispersal). Understanding the methods by which pollen
spreads across the landscape is important for management of both plant and animal species.
Understanding the pollination process may allow for optimization of the number of polli-
nators used for crop pollination, thereby reducing cost to farmers. Additionally, a better
understanding of the pollination process can lead to the prevention of cross pollination of
genetically modified plant species and non-genetically modified plant species.
Pollen dispersal studies, for both abiotic and biotic pollen dispersal, have focused pri-
marily on purely random diffusion processes, while this may be a good assumption for
species pollinated by wind, it is most likely an over simplification for species that are pol-
linated by animals [3]. A purely random diffusion process in two dimensions accurately
predicts pollen dispersal at a particular time, but only for a purely random walk [2].
Pollen movement via biotic means may not be a purely random process and therefore
would not diffuse in a purely random fashion. In fact, there are several examples of polli-
nating animals that exhibit trap line behavior [3]. That is, they follow a particular route as
they collect pollen. Thus the movement of animals as they carry pollen may follow more
direct paths and therefore would not result in a purely random diffusion process [5]. Such
behaviors result in dispersal that does not mimic a purely random walk. The movement
of animals can be described as a correlated random walk (CRW) where the correlation is
2based on the distribution and magnitude of random turning angles. In this way the previous
direction of travel influences the direction of travel for the next step.
A purely random walk can be used to model a purely random diffusion process such as
Brownian motion [4]. While a CRW can be used as a general model of animal movement
[10] and have been successfully used to explore the movement of animals in varying eco-
logical contexts [1]. CRW models have been used to model the dispersal of bark beetles,
Coleoptera: Scolytidae [2], deterministic diffusion [12], and fractional Brownian motion
[6].
An agent-based model (ABM) describing pollen movement via animals as a correlated
random walk (CRW) is introduced. ABMs consist of agents that interact with each other
and their environment. ABMs allow for simulations that consist of a large number of
interacting parts that would not be easily constructed otherwise [7]. Agents can represent
thing such as people, animals, organizations, etc. that interact with each other and their
environment. The environment in an ABM can represent things such as a spatial domain,
or a network in which the agents are connected to each other [9]. ABMs have been used in
modeling racial segregation, supply chain dynamics, and neural networks [9].
Consequences of the CRW and the interaction of animals with plants is examined using
computer simulations. Two animals statistics (average path distance and average maxi-
mum distance) and three plant statistics (average pollination distance, average maximum
pollination distance, and average weighted diversity of fathers) are presented. Turning an-
gle and plant density are varied and their effects on animals paths and pollen distribution
are examined.
It is shown that bias can be introduced by describing animal movement as a purely
random walk. That is, there is a significant difference between the model outcomes for
a purely random walk as compared to a CRW. Thus, modeling animal mediated pollen
dispersal by way of a purely random diffusion process is likely to result in errors in the
3approximation of the extent of pollen dispersal.
4Methods
An agent-based correlated random walk model was built using the java based ABM pack-
age REPAST[13]. The model assumes continuous space and consists of two interacting
agents; animals and plants. The plants are considered point sources (i.e. radius of a plant
is zero) that release pollen to the animals. Animals transport the pollen across the environ-
ment, and at each step, j, animals move from one location to the next. As the animal moves
about the environment it searches for plants to collect and deposit pollen. The number of
plants is determined by n = bω ·Ac, where ω is the density of plants, and A is the area of
the environment.
2.1 Movement
The movement of animals in this model can be described by three stages: (1) searching
stage - an animal is moving about the environment in search of plants within a radius of
r; (2) movement to plant stage - an animal has located a plant and moves to the plant;
(3) movement from plant stage- an animal has visited a plant and moves away from the
plant. Movement transitions from the searching stage to movement to a plant stage to the
movement away from a plant stage and then back to the searching stage and so on. Each
one of these stages have particular animal behaviors associated with them.
Animals in this study are considered to be solitary and do not display social behavior,
thus no central hives or nesting areas are considered. Each animal starts at random loca-
tions throughout the environment. Initially the ith animal selects a direction of travel, θ (i)0 ,
5between 0◦ and 360◦ sampled from a uniform distribution. Here is 0◦ is in the direction
of increasing x1 values. Once an initial direction of travel is selected the animal begins to
move in the selected direction. Animals move in incremental steps; the length and direction
are updated at the beginning of each step. Let the location of the ith animal for the jth step
be given by the coordinate pair X(i)j =
(
x(i)1, j,x
(i)
2, j
)
, where X(i)0 is the i
th animals starting
location. The ith animal’s location at step j = 1,2 . . . is determined based on its location at
step j− 1, step size (s(i)j ), the previous direction of travel (θ (i)j−1), and the random turning
angle (δ (i)j ). The direction of travel is updated at each step by adding a new heading to the
previous direction of travel and is determined by the formula
θ (i)j = θ
(i)
j−1+δ
(i)
j
Thus, during any stage the jth location of an animal is given recursively by
X(i)j = X
(i)
j−1+ s
(i)
j ·
(
cosθ (i)j ,sinθ
(i)
j
)
(a) (b)
(c)
Figure 2.1: Turning Angle for either (a) uniform or (b) normal distributions and (c) depic-
tion of what a path may look like.
6As in [2] two models for the turning angle are employed, δ (i)j : (1) a uniform distribution
of angles within a left or right angle of maximum turn (AMT), or (2) a normal random dis-
tribution with standard deviation (SDA). The direction of travel is updated differently for
each particular movement stage. If the uniform turning angle model is being employed the
turning angle, δ (i)j , is sampled from a uniform distribution in the interval [−AMT,AMT ],
where 0◦ ≤ 180◦. If the normal turning angle model is being employed we sample the
turning angle from a normal distribution with mean zero and standard deviation SDA. An-
imals in the movement to a plant stage move in the direction of the selected plant, while
an animal is in the movement away from a plant stage the direction of travel is selected
uniformly from the interval [0◦,360◦].
Since the normal distribution turning angle model allows for any value of turning an-
gles, SDA was set to 13AMT . This ensures that 99.7% or three standard deviations of all
turns are in the interval [−AMT,AMT ] and therefore the turning angle range for normally
distributed turning angle is nearly analogous to the turning angle range for uniform distri-
bution model.
During the searching stage, animals take steps of size s(i)j between each location and
“looks” for nearby plants. During the movement to a plant stage the step size is equal to the
distance from the animal’s current location to the plant’s location, and during the movement
from a plant stage s(i)j is some number greater than the search radius r. The animal must
move a distance greater than the search radius to ensure it doesn’t continually move back
to the same plant. The distance between each step can either be fixed or variable, the length
of which is determined by which stage of movement the animal is in. For a fixed step size;
s(i)j = 1 for the searching stage, and s
(i)
j = r+0.01 during the movement from a plant stage.
If the step size is variable, s(i)j is sampled uniformly from the interval [0,1] for the searching
stage, and [r,r+1] during the movement from a plant stage.
72.2 Pollination
When an animal is on a plant, it collects pollen, distributes pollen, and consumes food.
Each plant contains a number of flowers, φ , from which an animal may obtain pollen.
When an animal visits a plant it picks up pollen from one or more flowers. The number
of flowers from which an animal can obtain pollen is determined by the total number of
flowers on a plant, the fraction of flowers in bloom at any one time (a), the number of
times ( j) the plant has previously been visited by an animal, and the maximum fraction of
flowers available for pollination (η). The formula for the number of total flowers available
for visitation during a kth visit to the jth plant ( f j,k) is given by
f j,k = φ ·a ·ηk. (2.1)
Let f j be the total number of flowers visited at the jth plant, then if one adds up the number
of flowers, given by (2.1), over m visits one obtains the series
f j =
m
∑
k=1
f j,k = φ ·
m
∑
k=1
a ·ηk.
Now letting fˆ j be the theoretical limit of flowers to be visited at the jth plant. Then fˆ j is
given by the convergent geometric series
fˆ j = lim
m→∞
m
∑
k=1
f j,k = φ · a ·η1−η (2.2)
for 0< η < 1.
It is assumed that the amount of food eaten and the amount of pollen collected is pro-
portional to the number of visited flowers. An animal collects pollen and eats from every
flower that it visits, and so the amount of pollen collected and the amount of food eaten is
8proportional to the equation (2.1). Let f (i)j,k be the number of flowers visited by the i
th ani-
mal during the kth visit to the jth plant then the amount of polllen/nectar in the ith animal’s
stomach after m plant visits is given by
c(i)m =
m
∑
j=0
β f (i)j,k,
where β is the proportionallity constant for the amount of pollen collected at a plant. The
total amount of food that an animal can eat is limited by the stomach size, cmax.
In the field it is observed that a fraction of all flowers are pollinated (α), then there is
an associated probability that a flower is pollenated (ρ), where
α = ρ · fˆk. (2.3)
Using equation (2.2) and (2.3) we can determine the probability that a flower is pollinated,
ρ , by the formula
ρ =
α
φ
· 1−η
a ·η .
If it has been determined that a flower should be pollinated we must determine which
previous plant should pollinate that flower. Each flower visited is recorded and is available
to pollinate the current flower, except those flowers that are on the same plant. Self- pollina-
tion, is not considered, because the likelyhood of self-pollination is low due to mechanisms
that impeded self-pollination. Each flower considered has an equal likelihood of pollinat-
ing the current flower. Once the animal has visited a plant and collected/distributed pollen
it then moves away from the plant, thereby transitioning briefly back into the movement
from a plant stage, where the animal selects a new random direction between 0◦ and 360◦
from a uniform distribution. Then the animal transitions back into the searching stage, and
so on.
92.3 Time and Stopping Criteria
Let the velocity an animal travels (v) be fixed, and the time spent at a plant (tplant) be fixed
then the travel time for an animal will be given by the formula
t(i) =
s(i)
v
+T (i) · tplant ,
where T (i) is the number of plants visited by the ith animal. If we let the maximum allow-
able travel time be tmax then once t(i) ≥ tmax or c(i)m ≥ cmax the animal is removed from the
simulation. When there are no animals left the simulation terminates.
2.4 Model Statistics
The consequences of the correlated random walk and the interaction of animals with plants
is examined using computer simulations. In this study the following statistics are calcu-
lated; Average Path Distance, Average MaximumDistance which are animal properties, and
Average Pollination Distance, Average Maximum Pollination Distance, Average Weighted
Diversity of Fathers which are plant properties. These statistics can give a better insight
into how genes flow between plants.
Average Path Distance
The total distance the ith animal travels, which will be called the path distance, s(i), is
determined by adding each step distance together. Therefore, the path distance for the ith
animal, after n steps, is given by
s(i) =
n
∑
j=1
s(i)j . (2.4)
The average path distance is a measure of the total travel distance covered during a pol-
lination trip averaged over all animals. The average path distance is affected by both the
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plant density and turning angle. This is because the stopping criteria includes time spent at
plants and so if an animal encounters more plants it would be expected to reach the maxi-
mum time stopping criteria or the maximum stomach criteria and travel a shorter distance.
One determines the average path distance by averaging path distances over all animals
s¯=
1
b
b
∑
i=1
s(i),
where s(i) is the path distance for the ith animal and b is the total number of animals in the
simulation.
Average Maximum Distance
The maximum distance for an animal is the largest distance from the animal’s initial start-
ing location, (x1,0,x2,0), to a point traveled to by the animal. Therefore, the ith animal’s
maximum distance is given by
M(i) = max
j
√(
x(i)1,0− x(i)1, j
)2
+
(
x(i)2,0− x(i)2, j
)2
,
where
(
x(i)1, j,x
(i)
2, j
)
is the ith animal’s jth location. This is then averaged over all animals
using the formula
M¯ =
1
b
b
∑
i=1
M(i).
Average Pollination Distance
The average pollination distance is the average distance pollen travels from father to
mother. If the location of the ith plant be given by the ordered pair
(
x(i)1 ,x
(i)
2
)
then the
11
pollination distance for the ith plant to the jth plant is given by
p(i)j =
√(
x(i)1 − x( j)1
)2
+
(
x(i)2 − x( j)2
)2
.
The average pollination distance for each plant is then averaged over all plants using the
formula
p¯=
1
n
n
∑
i=1
(
1
τ(i)
τ(i)
∑
j=1
p(i)j
)
,
where τ(i) is the total number of seeds for the ith plant. This tells us the average distance
pollen travels from father to mother.
Average Maximum Pollination Distance
The average maximum pollination distance is the average of the largest distances a pollen
grain has traveled to each mother plant. The maximum distance from mother to father is
first calculated for ith mother using the formula
P(i) = max
j
p(i)j .
Once the maximum pollination distance for each plant has been calculated for each mother
we then average this over all mothers using the formula
P¯=
1
n
n
∑
i=1
P(i).
12
Average Weighted Diversity of Fathers
The Weighted Diversity of Fathers is a measure of the number of distinct fathers that con-
tribute pollen to a mother and is given by the formula
Fˆ(i) =
1(
τ(i)
)2 ∆τ(i)∑
j=1
F2j,i,
where ∆τ(i) is the number of different fathers contributing pollen to the ith plant, and Fj,i
is the number of times the jth father has contributed pollen to the ith plant. The weighted
diversity of fathers is then averaged over all mothers
E =
1
n
n
∑
i=1
1/Fˆ(i).
Bivariate Normality of Animal Locations
Let the animal density distribution be defined as the number of animals located per unit
square across the environment at some time t. When the turning angle at each step is
sampled from a uniform distribution with AMT of 180◦, the step distance, s(i)j , is fixed,
and the plant density is set to zero the model simulates a purely random walk [2]. If we let
(y1,i,y2,i) be the location of the ith animal then we expect the sample of animal locations,
Y=

y1,1 x2,1
y1,2 x2,2
...
...
y1,i x2,i
...
...
y1,b x2,b

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to follow a bivariate normal distribution. Additionally, it is desired to see how turning angle
and plant density affect the animal density distribution at time t.
To evaluate for bivariate normality we first calculate the sample mean,
E (Y) = Y¯= (y¯1, y¯2) , (2.5)
where
y¯k =
1
b
b
∑
i=1
yk,i k = 1,2
is the sample mean for the kth variable. Additionally, the sample variance and covariance
matrix must be determined
S = E
[(
Y− Y¯)(Y− Y¯)T]
=
 E
[
(y1− y¯1)2
]
E [(y1− y¯1)(y2− y¯2)]
E [(y2− y¯2)(y1− y¯1)] E
[
(y2− y¯2)2
]

=
 S1,1 S1,2
S2,1 S2,2
 ,
(2.6)
where yk is kth column of the sample of animal locations, and
Si,k =
1
b
b
∑
j=1
(
yi, j− y¯i
)(
yk, j− y¯k
)
i= 1,2, k = 1,2
is the sample variance for i= k and the sample covariance otherwise.
Using (2.5) and (2.6) we can test for normality using the Mahalanobis distances
D2j =
(
Y j− y¯ j
)
S−1
(
Y j− y¯ j
)T , j = 1,2, . . . ,b, (2.7)
14
where Y j is the location of the jth animal. Then plotting the Mahalanobis distance against
a chi-squared distribution. To construct the chi-squared plot we first order the Maha-
lanobis distances from smallest to largest D2(1) ≤ D2(2) ≤ ·· · ≤ D2(b) and then graph the
pairs
(
qc,2
((
j− 12
)
/b
)
,D2( j)
)
, where
qc,2
((
j− 1
2
)
/b
)
= χ22
((
b− j+ 1
2
)
/b
)
.
If the resulting plot follows a straight line with slope one we say that the data satisfies the
hypothesis of bivariate normality [11].
Animal density distributions are said to be normal if plant density is zero, AMT = 180◦,
and step size is fixed. However, as turning angle is varied the animal density distribution
is expected to differ from a bivariate normal distribution. Animals are assumed to select a
new random direction between 0◦ and 360◦ when leaving a plant, therefore it is necessary
to check the effects of plant density on the animal density distributions. A third set of
simulations examines the effects of plant densities on animal density distributions. The
simulation parameters were the same as the second simulation except only the effects plant
density had on an AMT of 45◦ and an equivalent SDA of 15◦ were examined, while the
plant density was changed for each simulation. The search radius was set to 1 unit of
distance and the time spent at each plant was set to 1 second, so that the simulations still
have approximately the same average time. The effects of densities were examined for
ω = [0.01,0.05,0.1,0.15].
Turning Angle and Plant Density Effects on Animal and Plant Statistics
Finally, we examine the effects of turning angles and plant densities on our various model
statistics. While the analysis of the previous simulations focused on animal density distri-
butions, the simulations described here wil evaluate the effects of both turning angle and
15
plant density have on pollination. In the simulation presented 1,000 animals are randomly
distributed through out our environment and allowed to move for 1,200 seconds at a speed
of 1 unit of distance per second and variable step size. The time spent at each plant was set
to 100 seconds and so a theoretical maximum of 12 plants could be visited. The maximum
stomach size was set to 75, while a = 0.2,r = 0.7 and ρ = 0.3 based on the field report
from [8] [14]. The simulations were run 10 times and all statistics were averaged over the
10 runs.
16
Results
The results are presented in two parts: first, the effects of movement parameters and
plant density on animal density distributions; second, the effects of movement parameters
and plant density on our model statistics (Average Path Distance, Average Maximum Dis-
tance, and Average Pollination Distance, Average Maximum Pollination Distance, Average
Weighted Diversity of Fathers).
3.1 Examination Effects of Turning Angle, Density, and Step Size on Animal Density Dis-
tributions
Comparison of Effects of Fixed Step Size Versus Variable Step Size on Animal Density
Distributions
First the effects of variable step size on the animal density distributions is examined. Ten
thousand animals are placed in the center of the environment and then allowed to move for
40 seconds within a 101× 101 unit square environment; first for fixed step size, and then
for a variable step size. The velocity of agents was a constant rate of 1 unit of distance
per second and so the total number of steps taken between fixed and variable step size will
differ. During both fixed and variable step size simulations the plant density is set to zero,
so as to isolate the effects of step size. Additionally, a uniform distribution with AMT of
180◦ is use, so as to produce a purely random walk.
When the turning angle at each step is sampled from a uniform distribution with AMT
of 180◦ and the step distance, s j, is fixed, the model simulates a purely random walk. It is
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then expected that the animal density distribution will follow a bivariate normal distribution
and therefore the histogram should follow a bivariate normal curve. While allowing the step
size to vary uniformly between zero and one should concentrate the animals more centrally.
This is due to the average distance per step being 1/2 · `([0,1]) = 1/2 as compared to an
average distance of one for a fixed step size of one.
(a) Fixed Step Size (b) Variable Step Size
Figure 3.1: Histogram for animal density distribution after 40 seconds, AMT = 180◦, and ω = 0
From Figure 3.1 it is seen that the varying step size tends to compact the animals
density distribution thereby limiting the diffusive spread of animals. The effects of this on
the bivariate normality of the animal density distribution can be seen in the evaluation for
bivariate normality. However, these effects are only slight as can be seen in Figure 3.2.
As can be seen, variable step size has some affect on the normality of animal density
distributions. The effects are only slight and would not cause a rejection of the hypothesis
of animal density distribution being bivariate normal. In fact, the data for variable step size
seems to follow the straight line of slope one more closely. Thus, it is likely that a variable
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(a) Fixed Step Size (b) Variable Step Size
Figure 3.2: Chi-squared plot for animal density distribution after 40 seconds, AMT = 180◦, and
ω = 0
step size may predict a purely random walk more accurately.
Comparison of Effects of Turning Angle on Animals Density Distributions
Not only can the type of step size affect the animal density distribution, but how the turning
is chosen is also important. Similar to the simulation described above the plant density
is set to zero, and 10,000 animals were released from the center of the environment. The
animals moved using a variable step size and were allowed to travel for 40 seconds at 1 units
of distance per second. Simulations were run for both uniformly distributed and normally
distributed turning angles. The results of AMT= [45◦,90◦,180◦] and the analogous SDA =
[15◦,30◦,60◦] are compared.
From the histograms it is seen that as the turning angle decreases the animal population
diffuses out more across the environment, resulting in a animal density distribution that has
more spread and with a lower peak at its center. The normally distributed turning angles
appear to only differ from AMT = 180◦ as compared to an SDA = 60◦. In this case the
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(a) AMT = 180◦ (b) AMT = 90◦ (c) AMT = 45◦
(d) SDA = 60◦ (e) SDA = 30◦ (f) SDA = 15◦
Figure 3.3: Histogram for animal density distributions after 40 seconds, variable step size, and
ω = 0.
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animal population appears to have diffused across the landscape more than that of the uni-
formly distributed turning angle. This is likely due to normally distributed turning angles
having more samples centered about 0◦ than that of a uniformly distributed turning angle.
Thus an animal that samples its turning angles from a normal distribution is more likely
to continue in the same direction as compared to an animal that samples its turning angles
from a uniform distribution. The differences in the resulting animal density distributions
for both normally and uniformly distributed turning angles, however, do not appear to differ
greatly.
Additionally, from the Figure 3.3 the magnitude of the turning angle appears to have a
large effects on the animal density distribution. As the AMT decreases from 180◦ to 45◦ or
SDA decreases from 60◦ to 15◦ the animals move along straighter paths and therefore travel
farther. This reduces the number of animals concentrated at the center of the environment
and allows for a more diffuse population.
The bivariate normality of animal density distribution is indeed greatly affected by the
magnitude of the turning angle as can be seen in Figure 3.4. As the turning angle decreases
from AMT = 180◦ or SDA = 60◦ it is seen that the sample data tends to curve away from
the straight line, indicating a divergence from bivariate normality. Thus, it is clear that the
magnitude of turning angle does indeed affect the assumption of a purely random diffusion
process. Additionally, the type of distribution the turning angle takes on appears to have a
slight affect on the bivariate normality of animal density distributions. It is clear that the
type of distribution the turning angle takes on has a lesser affect on the bivariate normality
of animal density distribution. As one can see, the sample data diverges from the straight
line as the magnitude of turning angle decrease from 180◦ to 45◦ for AMT and from 60◦ to
15◦ for SDA.
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(a) AMT = 180◦ (b) AMT = 90◦ (c) AMT = 45◦
(d) SDA = 60◦ (e) SDA = 30◦ (f) SDA = 15◦
Figure 3.4: Chi-square plot for animal density distributions after 40 seconds, variable step size,
and ω = 0.
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Examination of the Effects of Plant Density on Animal Density Distributions
Animals are assumed to select a new random direction between 0◦ and 360◦, when leaving a
plant, therefore it is reasonable to expect that plant density will have an affect on the animal
density distribution. Therefore, it is necessary to check the effects of plant density on the
animal density distributions, and so a third set of simulations examines the effects of plant
densities on animal density distributions. Ten thousand animals were placed in the center
of the environment and allowed to move with a variable step size for 40 seconds. One set
of simulation were run for an AMT of 45◦ and then another for the analogous SDA = 15◦.
For each turning angle the plant density was changed for a simulation. The effects of plant
density were examined for ω = [0.01,0.05,0.1,0.15]. The turning angles were chosen to
demonstrate the extreme affects that plant density can have on animal density distributions,
since an AMT of 45◦ and SDA of 15◦ clearly do not result in normally distributed animal
densities distributions, as can be seen in Figure 3.4. The search radius was set to 1 unit of
distance and the time spent at each plant was set to 1 second, so that the simulations still
have approximately the same average time.
As the plant density increases the sample data begins to approach the straight line of
slope one, indicating that the animal density distribution becomes more like a normal dis-
tribution for both normally and uniformly distributed turning angle. This behavior is ex-
pected, because after an animal visits a new plant the direction of travel is reset using a
uniform randomly distributed angle between 0◦ and 360◦. As one might expect, the denser
the plant population, the more like a purely random walk the animal motion becomes, since
the direction of travel will be reset more often. The difference between the normally dis-
tributed turning angle and that of the uniformly distributed turning appear to minimal. This
is similar to the results seen when plant density was set to zero.
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(a) ω = 0.01 (b) ω = 0.05 (c) ω = 0.1 (d) ω = 0.15
(e) ω = 0.01 (f) ω = 0.05 (g) ω = 0.1 (h) ω = 0.15
Figure 3.5: Chi-squared plot for animal density distribution after 40 seconds, variable step size,
AMT of 45◦ for (a)-(d), and SDA of 15◦ for (e)-(h).
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3.2 Examination Effects of Turning Angle and Plant Density on Model Statistics
Finally, the effects of turning angles and plant densities on our various model statistics
are examined. While the analysis of the previous simulations focused on animal density
distributions, in this section the evaluation focuses primarily on the affects of both turning
angle and plant density have on pollination. The model parameters are as described in §2.4
for examing the effects of turning angle and plant density on model statistics. The data
presented will not have standard error (SE) in the plots due to the small size of each SE.
However, the data can be viewed in its numerical form in appendix A. The SEs were all
less than 1% of average. The SE was calculated by dividing the sample standard deviation
(SD) by the square root of the total number of samples. This was used instead of SD, since
the error was applied to the average.
Average Path Distance
In Figure 3.6 the plant density has a much greater affect on the average path distance over
that of the turning angle. The effects from turning angle only seem to be significant for
the lowest of densities. This is likely due to more plants being visited in a shorter path
distance, and therefore animals meet the stopping criteria in shorter path distances. The
affect of turning angle on average path distance does seem to be more pronounced for that
of uniformly distributed turning angles. This is likely due to normally distributed turning
angles having more samples taken about a turning angle of 0◦.
It should also be noted that under the model assumptions with enough animals it is
possible for the plants to essentially run out of pollen. This is more likely for high animal
population and low plant densities. If this occurs the animals will continue searching for
food until the maximum time stopping criteria is reached, whereas for high plant densities
the stopping criteria reached would be due to the stomach criteria.
25
0 20 40 60 80 100 120 140 160 180
0
100
200
300
400
500
600
AMT
Av
er
ag
e 
Pa
th
 D
ist
an
ce
 
 
Density=0.01
Density=0.03
Density=0.05
Density=0.07
Density=0.1
Density=0.15
(a) Uniformly Distributed Turning Angle
0 10 20 30 40 50 60
0
50
100
150
200
250
300
350
400
450
500
SDA
Av
er
ag
e 
Pa
th
 D
ist
an
ce
 
 
Density=0.01
Density=0.03
Density=0.05
Density=0.07
Density=0.1
Density=0.15
(b) Normally Distributed Turning Angle
Figure 3.6: Average Path Distance vs. Turning Angle for Various Plant Densities
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Average Maximum Distance
From Figure 3.7 the average maximum distance an animal travels is clearly affected by
both the turning angle and plant density. However, the type of distribution of the turning
angle is sampled from does not appear to have much of an affect of the average maximum
distance. The average maximum distances for 0◦ AMT and SDA are the same. This is a
result of the distribution being the same when SDA = AMT = 0◦. However the average
maximum distance for SDA = 60◦ is lower as compared to AMT = 180◦. This is due to
normally distributed turning angles resulting in straighter animal paths.
Additionally, as the plant density decreases the average maximum distance increases as
one might expect, since animals travel farther distances between plants. Also, as the turning
angle decreases the average maximum distance increases. This too is what one might
expect, since as the turning angle decreases the animals are traveling along a straighter
path and therefore will travel farther before turning. For a plant density of 0.01 and AMT
= 0◦ the average maximum distance is quadruple of the average maximum distance for a
plant density of 0.01 and AMT = 180◦. Similarly, for a plant density of 0.01 and SDA
= 0◦ the average maximum distance is more than triple of the average maximum distance
for a plant density of 0.01 and SDA = 60◦. For a higher plant density of 0.15 the average
maximum distance is 50% larger. Thus, a purely random diffusion process results in shorter
average maximum distances as compared to smaller turning angles, and as was seen with
the average pollination distance the effect of turning angle is more pronounced for smaller
plant densities. Again, this is expected since for higher plant densities the animal direction
is reset more often and therefore the animal path becomes more and more like a purely
random walk.
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Figure 3.7: Average Maximum Distance vs. Turning Angle for Various Plant Densities
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Figure 3.8: Average Pollination Distance vs. Turning Angle for Various Plant Densities
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Average Pollination Distance
The average pollination distance is clearly affected by both the turning angle and the plant
density as one can see from Figure 3.8. Further, the type of distribution the turning angle is
sampled from does appear to affect the average pollination distance for low turning angles.
For high turning angles the average pollination distance increases by 50% for SDA = 60◦
as compared to AMT = 180◦. This is likely due to normally distributed turning angles
resulting in straighter paths for higher values of turning angles. For a plant density of 0.01
and AMT = 0◦ the average maximum pollination distance is approximately triple of that
for the same plant desnity and AMT = 0◦. Additionally, for plant density of 0.15 and AMT
= 0◦ the average pollination distance is approximately double of the average pollination
distance for the same density and AMT = 180◦. Therefore, the average pollination distance
for wind dispersal is less than that of an average pollination distance for an animal that
follows a straighter path despite the plant densities simulated.
Density does have an affect on the average pollination distance. For an AMT = 45◦
the average pollination distance for a plant density of 0.01 is approximately double of the
average pollination distance for an the same turning angle and a plant density of 0.15. This
is due to plants being closer together for higher densities, and therefore an animal travels a
shorter distance to visit the same number of plants. Thus, the average pollination distance
clearly decreases as density increases. If the the pollination distance decreases it is expected
that the ability of a plant to spread its genes across a large spatial area is reduced. Thus, a
plant is only able to mate with other plants in a shorter distance .
Average Maximum Pollination Distance
The average maximum pollination distance is clearly affected by the turning angle, as can
be seen in Figure 3.9. However, the effect of plant density on the average maximum pol-
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Figure 3.9: Average Maximum Pollination Distance vs. Turning Angle for Various Plant Densities
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lination distance is unclear, due to strange behavior observed for low plant densities. The
average maximum pollination distance for both plant densities 0.01 and 0.03, unexpec-
tantly, have varying behavior across the different turning angles. However, as a general
trend, excluding the 0.01 and 0.03 plant densities, the average maximum pollination dis-
tance decreases as the density increases. This behavior is what would be expected, since
plants are closer together for high densities.
The average maximum pollination distance decreases as AMT increases from 0◦ to
180◦ and SDA increases from 0◦ to 60◦, across all densities. This is due to animals cov-
ering a shorter distance for higher turning angles, and therefore the plants that are visited
will be closer together on average. Additionally, the values of average maximum pollina-
tion distance for AMT = 0◦ and SDA = 0◦ are essentially the same, except for the average
maximum distance for plant density 0.01. However, the values of the average maximum
pollination distance corresponding to SDA = 60◦ are greater than the minimum values cor-
responding to AMT = 180◦, or purely random diffusion. Therefore, the change of average
maximum pollination distances over turning angle is greater for uniformly distributed turn-
ing angle. This is likely due to normally distributed turning angles resulting in straighter
animal paths. Additionally, we see that the resultant average maximum pollination distance
for a purely random diffusion process is marketably lower than those for correlated random
walks resulting in straighter animal paths. Thus, wind dispersal will result in an average
maximum pollination distance that is less than the average maximum pollination distance
for a correlated random walk. Thus, one might expect that wind dispersal of pollen results
in a smaller areal extent of gene flow as compared to animal mediated gene flow.
Average Weighted Diversity of Fathers
Just as with the other statistics, already discussed, the average weighted diversity of fathers
is not affected by the difference in the distribution of turning angles for a turning angle of
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Figure 3.10: Average Weighted Diversity of Fathers vs. Turning Angle for Various Plant Densities
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0◦, as can be seen in Figure 3.10. However, the average weighted diversity of fathers is
higher for for SDA = 60◦ as compared to a turning anlge of AMT = 180◦. In general as
the turning angle increases the average weighted diversity of fathers decreases. For a plant
density of 0.01 and AMT = 180◦ the average weighted diversity of fathers is approximately
three-quarters of the average weighted diversity of fathers for the same plant density and
AMT = 0◦. The effect of turning angle on the weighted diversity of fathers appears to
be more pronounced over for the turning angle sampled from a uniform distribution, as
compared to the turning angle sampled from a normal distribution.
The averages weighted diversity of fathers tends to increase, across all values of turning
angle, as density increases. However, the average weighted diversity of fathers is lower
for a plant density of 0.15 and turning angles greater than AMT = 135◦ or SDA = 45◦.
This is likely due to the animals filling there stomach quicker and therefore visiting less
plants. Since less plants are visited by animals the spread of pollen becomes limited and
the number of different fathers seen by a plant decreases. Thus, the average weighted
diversity of fathers for wind dispersal will be less than for an animal that travels straighter
paths.
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Discussion
The majority of models studying pollination have assumed a purely random diffusion pro-
cess. However, if the magnitude of an animal’s turning angle is smaller than AMT = 180◦,
the results show that significant bias can be introduced into the analysis of pollination.
From the agent based correlated random walk model presented we can see that significant
issues are introduced when treating animal dispersal as a purely random process when the
animals pollinating may move along straighter paths.
The assumption of a variable step size versus that of a fixed step size had some affect
on the animal density distributions. In fact, it was seen that the variable step size may
lend to a better approximation of a purely random diffusion process, since the resulting
animal density distribution more closely approximated a straight line in the chi-squared
plot. However, the effects seen were not very well pronounced and would have little affect
on pollination patterns.
The type of sample distribution used for the turning angle had an affect on the spreading
of the animal density distributions. A normally distributed turning angle, as compared to
a uniformly distributed turning angle, resulted in the spreading of animal density distribu-
tions, and therefore in animals traveling slightly farther distances in the same time. These
effects could be accounted for by adjusting the magnitude of SDA, so as to better match
the spread seen for a particular AMT.
The magnitude of turning angles strongly affects the animal density distribution. There-
fore, if animals move across the landscape following a correlated random walk, then purely
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random walk assumptions introduce significant error into the prediction of animal loca-
tions. Additionally, the turning angle had a great affect on our model statistics, and there-
fore pollination patterns predicted by a model assuming a purely random walk could be
vastly different from a model assuming a correlated random walk.
As can be seen in the results section the magnitude of turning angle had varying degrees
of effects over different plant densities. For high plant densities, the effects of correlated
random walk was less pronounce than that of low plant densities, except for the average
weighted diversity of fathers. In the case of average weighted diversity of fathers the affect
of turning angle magnitudes were more pronounced for high densities. Therefore, although
diffusion models for densely populated plant species may not vary greatly from models that
assume a correlated random walk for average pollination distance or average maximum
pollination distance they will vary significantly for average weighted diversity of fathers.
This has the affect of under estimating the diversity of pollination for high plant densities
and animal dispersal as compared to similar plant densities and wind dispersal.
The variation between correlated random walk and that of a purely random walk is sig-
nificant at low plant densities for the statistics such as average maximum distance, average
pollination distance, and average maximum pollination distance and so for the case of low
plant densities the assumption of a purely random walk may lend to bias in the analysis of
pollination. Most studies to date have been conducted on small herbaceous plant species
whose densities tend to be high. Even though most of the animals statistics presented were
not greatly affected by turning angle for high plant densities the average weighted diversity
of fathers had was still greatly affected by the turning angle at these densities, and therefore
an assumption of a purely random walk would be an inappropriate assumption and at any
of the densities examined in this study. Therefore a correlated random walk may be a better
approximation to animal movement.
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Appendix A
Data
A.1 Animal and Plant Statistics for Uniformly Distributed Turning Angles
Table A.1: Animal statistics for uniformly distributed turning angles.
Density AMT Average
Path
Distance
SD for Path
Distance
SE for Path
Distance
Average
Max
Distance
SD for Max
Distance
SE for Max
Distance
0.01
0 423.41 102.36 1.02 85.2 18.71 0.19
15 424.9 102.98 1.03 80.43 19.83 0.2
30 426.82 103.86 1.04 66.63 20.31 0.2
45 429.08 117.01 1.17 53.88 18.55 0.19
60 439.79 129.06 1.29 44.49 15.71 0.16
90 469.57 167.6 1.68 33.53 12.49 0.12
135 513.92 221.37 2.21 24.8 9.64 0.1
180 554.38 262.78 2.63 20.67 8.29 0.08
0.03
0 191.64 52.06 0.52 56.74 20.96 0.21
15 191.97 52.19 0.52 52.81 20.07 0.2
30 192.87 54.39 0.54 43.84 16.8 0.17
45 196.07 59.92 0.6 36.15 14.03 0.14
60 201.72 67.67 0.68 30.32 11.77 0.12
90 213.23 86.02 0.86 22.86 8.91 0.09
135 240.13 115.88 1.16 17.58 7.21 0.07
180 258.56 144.3 1.44 14.7 6.1 0.06
0.05
0 126.8 36.06 0.36 40.44 16.95 0.17
15 127.41 36.22 0.36 38.23 15.79 0.16
30 128.61 37.25 0.37 33.05 13.36 0.13
45 129.39 39.24 0.39 27.73 11.04 0.11
60 131.93 43.52 0.44 23.61 9.33 0.09
90 139.96 54.41 0.54 18.45 7.38 0.07
135 152.64 71.08 0.71 14.38 5.8 0.06
180 165.86 91.03 0.91 12.44 5.21 0.05
0.07
0 97.05 28.39 0.28 31.41 13.61 0.14
15 97.25 28.66 0.29 30.06 12.94 0.13
30 97.36 29.32 0.29 26.69 11.16 0.11
45 97.23 29.8 0.3 22.85 9.44 0.09
60 99.86 33.39 0.33 19.9 8.11 0.08
90 104.35 40.7 0.41 15.86 6.41 0.06
135 113.72 54.9 0.55 12.62 5.2 0.05
180 122.43 66.95 0.67 10.91 4.53 0.05
0.1
0 71.39 24.23 0.24 23.39 10.86 0.11
15 71.75 23.81 0.24 22.64 10.24 0.1
30 71.91 24.19 0.24 20.54 9.17 0.09
45 72.11 25.43 0.25 18.28 7.96 0.08
60 73 26.11 0.26 16.26 6.91 0.07
90 75.74 31.45 0.31 13.41 5.55 0.06
135 81.42 40.16 0.4 10.79 4.5 0.04
180 86.45 47.45 0.47 9.48 4.01 0.04
0.15
0 47.35 19.22 0.19 15.72 7.68 0.08
15 47.45 19.41 0.19 15.44 7.44 0.07
30 47.79 19.82 0.2 14.51 6.86 0.07
45 47.97 19.96 0.2 13.36 6.15 0.06
60 48.34 20.54 0.21 12.27 5.55 0.06
90 50.31 23.03 0.23 10.53 4.6 0.05
135 53.97 27.93 0.28 8.97 3.81 0.04
180 56.35 31.21 0.31 8 3.36 0.03
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Table A.2: Plant statistics for uniformly distributed turning angles.
Density AMT Average
Pollen
Distance
SD for
Pollen
Distance
SE for
Pollen
Distance
Average
Max Pollen
Distance
SD for
Max Pollen
Distance
SE for Max
Pollen
Distance
Average
Weighted
Diversity
of Fathers
SD for
Weighted
Diversity
of Fathers
SE for
Weighted
Diversity
of Fathers
0.01
0 14.4 2.92 0.28 22.85 3.71 0.45 2.09 1 0.03
15 13.71 2.83 0.27 21.34 3.59 0.43 2.11 1.02 0.03
30 11.83 2.56 0.22 18.04 3.12 0.32 2.03 0.98 0.03
45 9.62 2.26 0.17 14.17 2.82 0.27 1.87 0.94 0.03
60 8.33 2.13 0.16 11.91 2.57 0.23 1.78 0.91 0.03
90 6.66 1.91 0.13 8.77 2.22 0.18 1.55 0.86 0.03
135 5.35 1.75 0.12 6.77 2.04 0.17 1.38 0.75 0.02
180 4.9 1.73 0.13 5.72 1.88 0.16 1.25 0.65 0.02
0.03
0 11.63 2.42 0.11 24.92 3.57 0.23 3.66 1.27 0.03
15 11.08 2.28 0.09 23.39 3.4 0.21 3.64 1.27 0.03
30 9.6 2.04 0.08 19.48 3.03 0.17 3.54 1.25 0.03
45 8.2 1.9 0.07 16.24 2.8 0.14 3.37 1.22 0.03
60 7.01 1.78 0.06 13.65 2.62 0.13 3.13 1.21 0.03
90 5.7 1.64 0.05 10.2 2.31 0.1 2.62 1.14 0.02
135 4.73 1.58 0.05 7.71 2.1 0.08 2.1 1.03 0.02
180 4.09 1.47 0.04 6.26 1.94 0.07 1.83 0.94 0.02
0.05
0 10.24 2.15 0.06 23.82 3.38 0.16 4.49 1.37 0.03
15 9.84 2.07 0.06 22.7 3.22 0.15 4.53 1.37 0.03
30 8.68 1.92 0.05 19.49 2.98 0.12 4.41 1.37 0.03
45 7.52 1.73 0.04 16.54 2.75 0.11 4.23 1.35 0.03
60 6.59 1.66 0.04 14.24 2.58 0.09 3.92 1.32 0.02
90 5.45 1.53 0.03 11.09 2.33 0.08 3.29 1.25 0.02
135 4.51 1.47 0.03 8.34 2.1 0.06 2.69 1.17 0.02
180 4.11 1.46 0.03 7.16 1.99 0.06 2.34 1.1 0.02
0.07
0 9.39 2.01 0.05 23.16 3.26 0.13 5.1 1.45 0.02
15 9.02 1.95 0.05 21.57 3.09 0.11 5.1 1.45 0.02
30 8.08 1.8 0.04 19.19 2.92 0.1 4.96 1.43 0.02
45 7.09 1.68 0.03 16.48 2.67 0.08 4.81 1.41 0.02
60 6.23 1.56 0.03 14.12 2.51 0.07 4.47 1.4 0.02
90 5.21 1.47 0.03 11.18 2.28 0.06 3.84 1.32 0.02
135 4.35 1.39 0.02 8.51 2.06 0.05 3.1 1.22 0.02
180 3.95 1.37 0.02 7.22 1.93 0.04 2.7 1.16 0.02
0.1
0 8.22 1.88 0.03 20.27 3.01 0.09 5.44 1.48 0.02
15 8 1.83 0.03 19.49 2.91 0.08 5.42 1.48 0.02
30 7.3 1.71 0.03 17.53 2.75 0.07 5.33 1.46 0.02
45 6.49 1.6 0.03 15.25 2.55 0.06 5.14 1.44 0.02
60 5.92 1.52 0.02 13.53 2.4 0.06 4.89 1.43 0.02
90 4.93 1.42 0.02 10.7 2.16 0.05 4.25 1.37 0.02
135 4.12 1.32 0.02 8.29 1.95 0.04 3.48 1.28 0.02
180 3.73 1.32 0.02 7.08 1.89 0.04 3 1.21 0.01
0.15
0 6.53 1.7 0.02 14.95 2.6 0.06 5.05 1.47 0.02
15 6.41 1.67 0.02 14.5 2.56 0.05 5.07 1.47 0.02
30 6.09 1.62 0.02 13.55 2.46 0.05 4.99 1.47 0.02
45 5.6 1.53 0.02 12.28 2.31 0.04 4.87 1.44 0.02
60 5.12 1.46 0.02 10.99 2.21 0.04 4.68 1.43 0.02
90 4.4 1.35 0.02 9.04 2.02 0.03 4.19 1.36 0.02
135 3.79 1.27 0.01 7.3 1.83 0.03 3.59 1.29 0.01
180 3.41 1.23 0.01 6.27 1.74 0.03 3.17 1.23 0.01
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A.2 Animal and Plant Statistics for Normally Distributed Turning Angles
Table A.3: Animal statistics for normally distributed turning angles.
Density SDA Average
Path
Distance
SD for Path
Distance
SE for Path
Distance
Average
Max
Distance
SD for Max
Distance
SE for Max
Distance
0.01
0 422.43 99.26 0.99 85.58 18.34 0.18
5 422.54 101.5 1.01 67.05 20.46 0.2
10 428.12 113.6 1.14 56.61 18.78 0.19
15 433.63 122.34 1.22 50.04 17.4 0.17
20 439.37 128.81 1.29 46.09 16.4 0.16
30 448.02 144 1.44 39.88 14.56 0.15
45 466.46 169.42 1.69 34.79 12.69 0.13
60 477.56 179.02 1.79 31.89 11.82 0.12
0.03
0 192.81 51.35 0.51 56.91 20.75 0.21
5 193.36 55.4 0.55 44.26 17.03 0.17
10 194.71 57.2 0.57 37.85 14.55 0.15
15 196.96 62.28 0.62 33.54 13 0.13
20 198.98 65.45 0.65 30.87 12.04 0.12
30 204.02 71.14 0.71 27.23 10.58 0.11
45 210.13 78.7 0.79 23.99 9.45 0.09
60 218.08 88.74 0.89 22.05 8.83 0.09
0.05
0 127.86 36.63 0.37 40.77 16.89 0.17
5 127.48 36.86 0.37 33.14 13.31 0.13
10 129.56 39.09 0.39 29.26 11.8 0.12
15 130.34 41.34 0.41 26.31 10.41 0.1
20 132.18 45.33 0.45 24.23 9.67 0.1
30 133.99 47.39 0.47 21.64 8.65 0.09
45 138.4 53.85 0.54 19.29 7.84 0.08
60 140.8 56.24 0.56 17.62 7.1 0.07
0.07
0 95.9 27.92 0.28 31.1 13.62 0.14
5 96.92 28.45 0.28 26.79 11.37 0.11
10 97.12 29.58 0.3 23.72 9.82 0.1
15 98.56 30.98 0.31 21.84 8.85 0.09
20 99.65 33.29 0.33 20.55 8.56 0.09
30 101.62 35.18 0.35 18.28 7.39 0.07
45 103.36 39.07 0.39 16.42 6.57 0.07
60 105.03 41.9 0.42 15.32 6.33 0.06
0.1
0 71.42 24.08 0.24 23.33 10.79 0.11
5 71.14 24.26 0.24 20.61 9.22 0.09
10 71.62 24.63 0.25 18.77 8.17 0.08
15 72.11 25.24 0.25 17.45 7.56 0.08
20 73.22 26.55 0.27 16.47 6.96 0.07
30 74 28.47 0.28 15.04 6.44 0.06
45 74.93 30.27 0.3 13.66 5.81 0.06
60 76.5 32.36 0.32 12.89 5.42 0.05
0.15
0 48.02 19.54 0.2 15.97 7.86 0.08
5 47.82 19.9 0.2 14.61 6.91 0.07
10 48.08 20.26 0.2 13.69 6.41 0.06
15 48.44 20.24 0.2 12.96 5.89 0.06
20 48.59 20.82 0.21 12.4 5.62 0.06
30 48.78 21.35 0.21 11.56 5.19 0.05
45 50.31 22.97 0.23 10.81 4.73 0.05
60 50.85 23.35 0.23 10.23 4.35 0.04
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Table A.4: Plant statistics for normally distributed turning angles.
Density SDA Average
Pollen
Distance
SD for
Pollen
Distance
SE for
Pollen
Distance
Average
Max Pollen
Distance
SD for
Max Pollen
Distance
SE for Max
Pollen
Distance
Average
Weighted
Diversity
of Fathers
SD for
Weighted
Diversity
of Fathers
SE for
Weighted
Diversity
of Fathers
0.01
0 15.2 3.03 0.3 24.33 3.76 0.46 2.09 0.98 0.03
5 12.23 2.5 0.21 18.14 3.03 0.3 2.07 0.99 0.03
10 10.22 2.3 0.18 14.97 2.81 0.26 1.95 0.97 0.03
15 9.18 2.17 0.16 13.52 2.69 0.25 1.9 0.96 0.03
20 8.77 2.16 0.16 12.42 2.62 0.24 1.82 0.94 0.03
30 7.44 2.1 0.15 10.17 2.46 0.21 1.66 0.87 0.03
45 7.28 2.01 0.14 9.69 2.38 0.2 1.63 0.86 0.03
60 6.01 1.92 0.14 7.79 2.2 0.18 1.45 0.8 0.02
0.03
0 11.67 2.41 0.11 25.03 3.55 0.23 3.6 1.24 0.03
5 9.68 2.08 0.08 19.46 3.04 0.17 3.55 1.25 0.03
10 8.46 1.93 0.07 16.99 2.83 0.15 3.38 1.21 0.03
15 7.75 1.83 0.06 15.26 2.68 0.13 3.24 1.2 0.03
20 7.1 1.77 0.06 13.78 2.6 0.12 3.1 1.2 0.03
30 6.49 1.7 0.05 12.37 2.5 0.11 2.88 1.16 0.02
45 5.87 1.7 0.05 10.57 2.4 0.11 2.61 1.14 0.02
60 5.55 1.63 0.05 9.77 2.29 0.1 2.47 1.11 0.02
0.05
0 10.23 2.13 0.06 24.3 3.4 0.16 4.54 1.37 0.03
5 8.86 1.93 0.05 19.86 3 0.13 4.47 1.38 0.03
10 7.85 1.79 0.05 17.51 2.86 0.11 4.26 1.34 0.03
15 7.18 1.71 0.04 15.57 2.67 0.1 4.12 1.33 0.02
20 6.74 1.64 0.04 14.52 2.56 0.09 3.99 1.32 0.02
30 6.09 1.61 0.04 12.97 2.48 0.09 3.67 1.29 0.02
45 5.55 1.55 0.03 11.44 2.37 0.08 3.39 1.26 0.02
60 5.24 1.49 0.03 10.42 2.29 0.07 3.18 1.23 0.02
0.07
0 9.17 1.97 0.05 22.43 3.2 0.12 5.11 1.45 0.02
5 8.16 1.81 0.04 19.31 2.92 0.1 4.99 1.43 0.02
10 7.31 1.69 0.03 16.96 2.73 0.09 4.83 1.41 0.02
15 6.84 1.64 0.03 15.63 2.63 0.08 4.68 1.41 0.02
20 6.45 1.59 0.03 14.53 2.55 0.08 4.55 1.41 0.02
30 5.85 1.51 0.03 12.93 2.4 0.07 4.29 1.37 0.02
45 5.35 1.47 0.03 11.52 2.29 0.06 3.93 1.33 0.02
60 5.07 1.47 0.03 10.72 2.27 0.06 3.72 1.31 0.02
0.1
0 8.14 1.85 0.03 20.12 3 0.09 5.46 1.48 0.02
5 7.38 1.72 0.03 17.73 2.75 0.07 5.35 1.47 0.02
10 6.71 1.62 0.03 15.76 2.58 0.07 5.15 1.44 0.02
15 6.27 1.56 0.02 14.61 2.48 0.06 5.07 1.43 0.02
20 5.96 1.52 0.02 13.68 2.39 0.06 4.91 1.43 0.02
30 5.51 1.47 0.02 12.43 2.31 0.05 4.67 1.41 0.02
45 5.05 1.43 0.02 11.01 2.2 0.05 4.32 1.37 0.02
60 4.8 1.41 0.02 10.33 2.16 0.05 4.09 1.36 0.02
0.15
0 6.6 1.7 0.02 15.07 2.64 0.06 5.05 1.47 0.02
5 6.07 1.61 0.02 13.53 2.47 0.05 4.98 1.46 0.02
10 5.71 1.56 0.02 12.57 2.38 0.05 4.87 1.45 0.02
15 5.39 1.48 0.02 11.73 2.25 0.04 4.83 1.43 0.02
20 5.16 1.45 0.02 11.15 2.22 0.04 4.68 1.42 0.02
30 4.83 1.41 0.02 10.26 2.14 0.04 4.5 1.4 0.02
45 4.54 1.38 0.02 9.36 2.04 0.03 4.23 1.37 0.02
60 4.3 1.34 0.01 8.7 1.97 0.03 4.06 1.35 0.02
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Appendix B
Model Input
Table B.1: Model Input Variables
Variable Format Default Value Description
A Float 0.2 This is the proportion of flowers open on a plant at a time.
AMT Integer 180 This is the value of either AMT or SDA. If “Uniform” is not selected SDA will be
1/3 the value entered.
AnimalData Boolean False If checked this will print each animals starting and ending location. Additionally
it will print the list of trees visited by the and the amount of pollen collected for
the corresponding plant.
AppendFile Boolean True If checked all data will be appended to the end of an existing file.
Area Boolean False If checked only one animal will be available for simulation. The search area will
be calculated and printed to file.
Density Float 0.01 This is the plant density.
DisplayGUI Boolean True If checked the environment will be displayed and animal movement can be ob-
served.
Distribution Boolean False If checked all animals are placed in the middle of the environment and animal
locations are printed to file.
FixedStep Boolean False If checked the step size will be fixed, otherwise the step size will vary uniformly
in [0,1]
Flowers Integer 100 Total flowers available at a tree.
Height Integer 101 This is the height of the environment to be used during simulation.
MaxTime Integer 1200 Stopping criteria for time
PlantTime Integer 100 This is the time spent at each plant.
NumAnimals Integer 1000 The number of animals to be used in the simulation.
PollenProb Float 0.3 The expected number of flowers to be pollinated.
PrintFile Boolean True If checked the simulation prints to file when complete. Otherwise, it prints the
data to screen.
R Float 0.75 The maximum fraction of flowers at a plant able to be visited by an animal.
SearchRadius Float 1.0 The radius for which an animal can see a plant.
Speed Float 1.0 This is the speed at which an animal travels about the environment.
Stomach Integer 75 The stomach size stopping criteria.
Uniform Boolean False If checked the turning angle is randomaly selected from a uniform distribution.
Width Integer 101 The width of the environment to be used during simulation.
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Appendix C
Model Output Format
C.1 Example of Animal Statistics Output
Example of file naming scheme: AnimalUfalseA60D0.1.out
Animal Indicates data pertains to animal statistics
Ufalse Indicates a normally distributed turning angle
A60 Indicates an SDA of 20◦
D0.1 Indicates a plant density of 0.1
PathDist MaxDist
11.342601 1.7125211
12.159656 2.1282477
12.209156 4.038614
13.165927 9.630921
17.665659 8.009216
18.736576 4.7825904
16.307093 9.772743
14.358784 3.954999
17.021044 5.785518
16.796873 3.850316
18.530134 4.910091
18.89645 4.1396623
18.564228 8.024124
20.525839 5.7603073
19.865816 8.4813385
19.65259 4.1291404
19.141815 5.0346227
23.112808 6.3732805
23.290907 5.709439
17.397423 8.993387
20.135199 11.261026
24.945152 12.010907
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C.2 Example of Plant Statistics Output
Example of file naming scheme: PlantUtrueA45D0.15.out
Plant Indicates data pertains to plant statistics
Utrue Indicates a uniformly distributed turning angle
A45 Indicates a turning angle of 45◦
D0.15 Indicates a plant density of 0.15
PollenDist MaxPollenDist WDivFathers
6.352918 13.690748 0.3580247
5.4358277 12.236194 0.10249308
8.706298 12.589858 0.25
4.164352 10.554713 0.21428572
2.984752 11.088785 0.2231405
4.018806 13.177082 0.17006803
7.5247893 12.12649 0.15625
5.5970335 21.959408 0.37716264
4.230148 9.663018 0.22222222
4.4914927 11.505087 0.19848771
6.1085796 16.0 0.19008264
4.902973 15.892273 0.15972222
2.2558153 8.188489 0.31
6.1592226 9.504342 0.12465374
3.8547142 5.720393 0.5555556
4.8410625 7.9061046 0.28395063
6.729741 11.31281 0.23966943
5.725058 13.814314 0.30578512
4.7777543 7.5483904 0.2
3.2474835 4.6274424 0.59375
3.2953784 7.1386175 0.21088435
C.3 Example of Distribution Data Output
x y
55.040886 35.31018
55.436943 45.09092
56.614044 47.318054
52.70186 48.881683
60.417976 42.80135
45.310143 49.889717
49.777794 45.09135
50.982674 46.553677
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Appendix D
Java Code
D.1 PollenModel.java
1 package p o l l e n ;
import j a v a . awt . Co lo r ;
import j a v a . i o . ∗ ;
import j a v a . u t i l . A r r a y L i s t ;
6 import u c h i c a g o . s r c . sim . e n g i n e . SimpleModel ;
import u c h i c a g o . s r c . sim . g u i . D i s p l a y S u r f a c e ;
import u c h i c a g o . s r c . sim . g u i . D i s p l a y a b l e ;
import u c h i c a g o . s r c . sim . u t i l . P r o b e U t i l i t i e s ;
import u c h i c a g o . s r c . sim . u t i l . Random ;
11 import u c h i c a g o . s r c . sim . u t i l . S i m U t i l i t i e s ;
pub l i c c l a s s Pol l enMode l ex tends SimpleModel {
pr i v a t e A r r a y L i s t <Agent > b i r t h L i s t = new A r r a y L i s t <Agent > ( ) ;
16 pr i v a t e A r r a y L i s t <Agent > d e a t h L i s t = new A r r a y L i s t <Agent > ( ) ;
pr i v a t e A r r a y L i s t <Agent > d e a d L i s t = new A r r a y L i s t <Agent > ( ) ;
pr i v a t e A r r a y L i s t < E m i t t e r > e m i t t e r L i s t = new A r r a y L i s t < E m i t t e r
> ( ) ;
pr i v a t e Space wor ld ;
21 pr i v a t e i n t wid th = 101 ;
pr i v a t e i n t h e i g h t = 101 ;
pr i v a t e D i s p l a y S u r f a c e d s u r f ;
pr i v a t e i n t numAgents = 1000 ;
26 pr i v a t e f l o a t D e n s i t y = 0 . 0 1 f ; / / e m i t t e r d e n s i t y
pr i v a t e I S e t u p i n i t i a l P a t t e r n ; / / R a n d o m o r G I S
/ / v a r i a t i o n f r o m s t r a i g h t
pr i v a t e i n t t u r n A n g l e = 180 ;
31 pr i v a t e f i n a l double p i180 = 4∗Math . a t a n ( 1 . ) / 1 8 0 ;
pr i v a t e double mean = 0 . 0 ;
pr i v a t e double s t d e v = s t d e v ( ) ;
47
/ / p r i v a t e i n t m i n T i m e = 1 2 0 0 ; / / m i n f o r a g i n g t i m e i n t i c k s
36 pr i v a t e i n t maxTime = 1200 ; / / m a x f o r a g i n g t i m e i n t i c k s
pr i v a t e f l o a t speed = 1 . 0 f ;
pr i v a t e i n t p l a n t T i m e = 100 ;
41
pr i v a t e i n t s tomach = 7 5 ; / / s i z e o f t h e a g e n t s s t o m a c h
pr i v a t e i n t f l o w e r s = 100 ; / / n u m b e r o f f l o w e r s p e r e m i t t e r
pr i v a t e f l o a t p o l l e n P r o b = 0 . 3 f ; / / p r o b a b i l i t y a t r e e w i l l b e
p o l l i n a t e d
pr i v a t e f l o a t a = 0 . 2 f ;
46 pr i v a t e f l o a t r = 0 . 7 5 f ;
pr i v a t e f l o a t r a d i u s = 1 f ; / / s e a r c h r a d i u s
/ / d e t e r m i n e d i s t r i b u t i o n f o r p a t h
51 pr i v a t e boolean Uniform = f a l s e ;
pr i v a t e boolean d i s t r i b u t i o n = f a l s e ;
pr i v a t e boolean f i x e d S t e p = f a l s e ;
56 pr i v a t e boolean d i sp l ayGUI = t rue ;
pr i v a t e boolean p r i n t F i l e = t rue ;
pr i v a t e boolean a g e n t D a t a = f a l s e ;
pr i v a t e boolean a p p e n d F i l e = t rue ;
pr i v a t e boolean Area = f a l s e ;
61 pr i v a t e S t r i n g D a t a F i l e = "AnimalData.out" ;
pr i v a t e S t r i n g A g e n t F i l e = "Animal.out" ;
pr i v a t e S t r i n g E m i t t e r F i l e = "Plant.out" ;
P r i n t S t r e a m ps = System . o u t ;
66 pr i v a t e D i s p l a y a b l e d i s p l a y ;
pub l i c Pol l enMode l ( ) {
name = "Pollen Model" ;
params = new S t r i n g [ ] {"Width" , "Height" , "NumAnimals" , "
PlantDensity" ,
71 "AMT" , "PlantTime" , "MaxTime" , "SearchRadius" , "
DisplayGUI" ,
"PrintFile" , "Uniform" , "Area" , "AppendFile" , "Speed" , "
Stomach" ,
"Flowers" , "a" , "r" , "PollenProb" , "AnimalData" , "
Distribution" ,
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"FixedStep" } ;
76 / ∗ H a s h t a b l e h 1 = n e w H a s h t a b l e ( ) ;
h 1 . p u t ( n e w R a n d o m S e t u p ( ) , " RANDOM " ) ;
h 1 . p u t ( n e w E m p t y S e t u p ( ) , " EMPTY " ) ;
L i s t P r o p e r t y D e s c r i p t o r p d = n e w L i s t P r o p e r t y D e s c r i p t o r ( "
I n i t i a l P a t t e r n " , h 1 ) ;
d e s c r i p t o r s . p u t ( " I n i t i a l P a t t e r n " , p d ) ; ∗ /
81 }
pub l i c vo id s e t u p ( ) {
super . s e t u p ( ) ;
/ / s e t o u r p a r a m e t e r s
86 wid th = ge tWid th ( ) ;
h e i g h t = g e t H e i g h t ( ) ;
D e n s i t y = g e t P l a n t D e n s i t y ( ) ; / / e m i t t e r d e n s i t y
i n i t i a l P a t t e r n = new RandomSetup ( ) ;
91 numAgents = getNumAnimals ( ) ;
/ / v a r i a t i o n f r o m s t r a i g h t
t u r n A n g l e = getAMT ( ) ;
mean = getMean ( ) ;
96 s t d e v = s t d e v ( ) ;
maxTime = getMaxTime ( ) ; / / m a x f o r a g i n g t i m e i n t i c k s
speed = g e t S p e e d ( ) ;
101
p l a n t T i m e = g e t P l a n t T i m e ( ) ; / / m i n t i m e a t t r e e i n t i c k s
r a d i u s = g e t S e a r c h R a d i u s ( ) ; / / s e a r c h r a d i u s
106 / / w h a t t y p e o f d i s t r i b u t i o n
Uniform = ge tUn i fo rm ( ) ;
d i sp l ayGUI = ge tDi sp layGUI ( ) ;
p r i n t F i l e = g e t P r i n t F i l e ( ) ;
111 a p p e n d F i l e = g e t A p p e n d F i l e ( ) ;
A g e n t F i l e = g e t A g e n t F i l e ( ) ;
E m i t t e r F i l e = g e t E m i t t e r F i l e ( ) ;
a = getA ( ) ;
116 r = getR ( ) ;
s tomach = ge tS tomach ( ) ;
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p o l l e n P r o b = g e t P o l l e n P r o b ( ) ;
f l o w e r s = g e t F l o w e r s ( ) ;
121 Area = g e t A r e a ( ) ;
d i s t r i b u t i o n = g e t D i s t r i b u t i o n ( ) ;
f i x e d S t e p = g e t F i x e d S t e p ( ) ;
126 i f ( d i sp l ayGUI ) {
i f ( d s u r f != nu l l ) d s u r f . d i s p o s e ( ) ;
System . gc ( ) ;
d s u r f = new D i s p l a y S u r f a c e ( t h i s , "Pollen Display" ) ;
131 r e g i s t e r D i s p l a y S u r f a c e ("Main" , d s u r f ) ;
}
genera teNewSeed ( ) ;
}
136
/ / b u i l d t h e m o d e l b a s e d o n t h e c u r r e n t p a r a m e t e r s .
pub l i c vo id bu i ldMode l ( ) {
/ / g a r b a g e c o l l e c t i o n f o r b a t c h r u n s
System . gc ( ) ;
141
world = new World ( width , h e i g h t , t h i s , Area , r a d i u s ) ;
i n i t i a l P a t t e r n . s e t u p ( ) ;
146 / / O n l y u s e o n e a g e n t i f w e a r e f i n d i n g a r e a
i f ( Area ) { numAgents = 1 ; }
/ / c r e a t e o u r a g e n t s
f o r ( i n t i =0 ; i <numAgents ; i ++) {
f l o a t x , y ;
151
/ / t h i s i s c a u s i n g s o m e w e i r d e r r o r
i f ( d i s t r i b u t i o n ) {
x = wid th / ( 2 . f ) ;
y = h e i g h t / ( 2 . f ) ;
156 }
e l s e {
x = Random . un i fo rm . nex tF loa tF romTo ( 0 , wid th ) ;
y = Random . un i fo rm . nex tF loa tF romTo ( 0 , h e i g h t ) ;
}
161
Agent a g e n t = new Agent ( x , y , i , world , mean , r a d i u s ,
50
t u rnAng le , maxTime , speed ,
p lan tT ime , stomach , p o l l e n P r o b ,
width , h e i g h t , Uniform , f i x e d S t e p ) ;
166 world . addAgent ( a g e n t ) ;
a g e n t L i s t . add ( a g e n t ) ;
}
Random . c r e a t e U n i f o r m ( ) ;
171 Random . c r e a t e N o r m a l ( mean , s t d e v ) ;
i f ( d i sp l ayGUI ) {
d i s p l a y = wor ld . g e t D i s p l a y ( ) ;
d s u r f . a d d D i s p l a y a b l e P r o b e a b l e ( d i s p l a y , "Pollen Display" ) ;
176 d s u r f . s e t B a c k g r o u n d ( Co lo r . w h i t e ) ;
a d d S i m E v e n t L i s t e n e r ( d s u r f ) ;
d s u r f . d i s p l a y ( ) ;
181 }
}
pub l i c vo id s t e p ( ) {
i n t s i z e = a g e n t L i s t . s i z e ( ) ;
186 i f ( s i z e > 0) {
f o r ( i n t i = 0 ; i < s i z e ; i ++) {
Agent a g e n t = ( Agent ) a g e n t L i s t . g e t ( i ) ;
a g e n t . s t e p ( ) ;
}
191 }
e l s e { / / n o m o r e a g e n t s l e f t s o s t o p m o d e l
i f ( a g e n t D a t a ) {
p r i n t A g e n t D a t a ( ) ;
196 System . o u t . p r i n t l n ( ) ;
}
i f ( d i s t r i b u t i o n ) {
p r i n t D i s t r i b u t i o n ( ) ;
201 }
/ / g e t a l l t h e i n f o r m a t i o n w e w a n t f r o m t h e A g e n t s
p r i n t A g e n t s ( ) ;
System . o u t . p r i n t l n ( ) ;
206 / / g e t a l l t h e i n f o r m a t i o n w e w a n t f r o m t h e E m i t t e r s
p r i n t E m i t t e r ( ) ;
51
System . o u t . p r i n t l n ( ) ;
d e a d L i s t . c l e a r ( ) ;
211 a g e n t L i s t . c l e a r ( ) ;
e m i t t e r L i s t . c l e a r ( ) ;
i f ( System . o u t != ps ) {
System . o u t . c l o s e ( ) ;
216 System . s e t O u t ( ps ) ; / / M a k e s u r e p r i n t S t r e a m i s s e t b a c k t o
S y s t e m . o u t
}
/ / s t o p t h e m o d e l
System . gc ( ) ;
221 super . s t o p ( ) ;
}
}
/ / t h i s i s e x e c u t e d e v e r y t i c k i m m e d i a t e l y a f t e r s t e p ( ) a b o v e .
226 pub l i c vo id p o s t S t e p ( ) {
a g e n t L i s t . removeAl l ( d e a t h L i s t ) ;
a g e n t L i s t . ad dAl l ( b i r t h L i s t ) ;
i n t s i z e = d e a t h L i s t . s i z e ( ) ;
231 f o r ( i n t i = 0 ; i < s i z e ; i ++) {
Agent a g e n t = ( Agent ) d e a t h L i s t . g e t ( i ) ;
d e a d L i s t . add ( a g e n t ) ;
wor ld . removeAgentAt ( a g e n t . getX ( ) , a g e n t . getY ( ) , a g e n t ) ;
}
236
d e a t h L i s t . c l e a r ( ) ;
s i z e = b i r t h L i s t . s i z e ( ) ;
f o r ( i n t i = 0 ; i < s i z e ; i ++) {
241 Agent a g e n t = ( Agent ) b i r t h L i s t . g e t ( i ) ;
wor ld . addAgent ( a g e n t ) ;
}
b i r t h L i s t . c l e a r ( ) ;
246 i f ( d i sp l ayGUI ) {
d s u r f . u p d a t e D i s p l a y ( ) ;
}
}
251 pub l i c s t a t i c vo id main ( S t r i n g [ ] a r g s ) {
52
u c h i c a g o . s r c . sim . e n g i n e . S i m I n i t i n i t = new u c h i c a g o . s r c . sim .
e n g i n e . S i m I n i t ( ) ;
Po l l enMode l model = new Pol l enMode l ( ) ;
i n i t . loadModel ( model , nul l , f a l s e ) ;
}
256
/ ∗
∗ S e t u p i s v e r y o b j e c t o r i e n t e d h e r e . T h e r e a r e t h r e e s e t u p
c l a s s e s
∗ a l l i m p l e m e n t i n g t h e I S e t u p i n t e r f a c e .
∗ /
261 i n t e r f a c e I S e t u p {
pub l i c vo id s e t u p ( ) ;
}
/ / P r o p e r t y / P a r a m e t e r s a c c e s s o r s
266 pub l i c I S e t u p g e t I n i t i a l P a t t e r n ( ) {
re turn i n i t i a l P a t t e r n ;
}
/ / S e t u p w i t h r a n d o m f i l l o f g r i d .
271 c l a s s RandomSetup implements I S e t u p {
pub l i c vo id s e t u p ( ) {
i f ( D e n s i t y < 0) {
S i m U t i l i t i e s . showMessage ("Density should be positive,
defaulting to 0.01" ) ;
276 D e n s i t y = 0 . 0 1 f ;
P r o b e U t i l i t i e s . u p d a t e P r o b e P a n e l ( t h i s ) ;
}
i n t numEmi t t e r s = ( i n t ) ( wid th ∗ h e i g h t ∗ D e n s i t y ) ;
281
/ / p l a c e f i r s t 2 5 e m i t t e r s e q u a l l y s p a c e t h r o u g h o u t g r i d
/ / p l a c e t h e m 5 a c r o s s a n d 5 d o w n
f l o a t dx = wid th / 6 ; / / s p a c i n g f o r f i r s t 2 5 e m i t t e r s
f l o a t dy = h e i g h t / 6 ;
286
i f ( D e n s i t y != 0) {
f o r ( i n t i =0 ; i <5 ; i ++) {
f o r ( i n t j =0 ; j <5 ; j ++) {
E m i t t e r e m i t t e r = new E m i t t e r ( dx ∗ ( i + 1 ) , dy ∗ ( j + 1 ) ,
i ∗5+ j , a , r , f l o w e r s , wor ld ) ;
291 world . a d d E m i t t e r ( e m i t t e r ) ;
e m i t t e r L i s t . add ( e m i t t e r ) ;
53
}
}
}
296
/ / p l a c e e m i t t e r s r a n d o m l y f o r e m i t t e r s ( 2 6 , n )
f o r ( i n t i =25; i < numEmi t t e r s ; i ++) {
f l o a t x , y ;
301 x = Random . un i fo rm . nex tF loa tF romTo ( 0 , wid th − 0 .001 f ) ;
y = Random . un i fo rm . nex tF loa tF romTo ( 0 , h e i g h t − 0 .001 f ) ;
E m i t t e r e m i t t e r = new E m i t t e r ( x , y , i , a , r , f l o w e r s ,
wor ld ) ;
wor ld . a d d E m i t t e r ( e m i t t e r ) ;
306 e m i t t e r L i s t . add ( e m i t t e r ) ;
}
}
/ ∗ p u b l i c b o o l e a n e q u a l s ( O b j e c t o ) {
311 i f ( o i n s t a n c e o f R a n d o m S e t u p ) r e t u r n t r u e ;
r e t u r n f a l s e ;
}
p u b l i c i n t h a s h C o d e ( ) {
316 r e t u r n " R a n d o m S e t u p " . h a s h C o d e ( ) ;
}
p u b l i c S t r i n g t o S t r i n g ( ) {
r e t u r n " R a n d o m S e t u p " ;
321 } ∗ /
}
pr i v a t e void p r i n t T o F i l e ( S t r i n g o u t F i l e ) {
/ / C r e a t e a n e w f i l e o u t p u t s t r e a m
326 t ry {
F i l e o u t _ f i l e = new F i l e ( o u t F i l e ) ;
i f ( o u t _ f i l e . e x i s t s ( ) && ! a p p e n d F i l e ) { / / d e l e t e f i l e i f i t
a l r e a d y e x i s t s
o u t _ f i l e . d e l e t e ( ) ;
331 }
/ / C r e a t e f i l e i f i t d o e s n o t e x i s t
o u t _ f i l e . c r e a t e N e w F i l e ( ) ;
/ / c l o s e t h e p r e v i o u s f i l e s t r e a m
54
336 i f ( System . o u t != ps ) {
System . o u t . c l o s e ( ) ;
}
System . s e t O u t (new P r i n t S t r e a m (new F i l e O u t p u t S t r e a m ( o u t _ f i l e
, t rue ) ) ) ;
}
341 ca tch ( IOExcep t ion e ) {
System . e r r . p r i n t l n ( e ) ;
}
}
346 pr i v a t e void p r i n t H e a d e r ( boolean a g e n t D a t a ) {
i f ( ! a g e n t D a t a ) {
System . o u t . p r i n t l n ("NumAnimals = " + numAgents + "\tRadius
= " + r a d i u s ) ;
System . o u t . p r i n t l n ("MaxTime = " + maxTime + "\tSpeed = " +
speed ) ;
System . o u t . p r i n t l n ("PlantTime = " + p l a n t T i m e ) ;
351 System . o u t . p r i n t l n ("Width = " + wid th + "\tHeight = " +
h e i g h t + "\tDensity = " + D e n s i t y ) ;
System . o u t . p r i n t l n ("Stomach = " + stomach + "\ta = " + a +
"\tr = " + r ) ;
System . o u t . p r i n t l n ("PollenProb = " + p o l l e n P r o b ) ;
System . o u t . p r i n t l n ("Uniform = " + Uniform + "\tAMT = " +
t u r n A n g l e ) ;
System . o u t . p r i n t l n ("FixedStep = " + f i x e d S t e p ) ;
356 System . o u t . p r i n t l n ("Mean = " + mean + "\tVariance = " +
Math . pow ( s t d e v ( ) , 2 ) ) ;
System . o u t . p r i n t l n ( ) ;
}
e l s e {
i n t numTrees = ( i n t ) ( wid th ∗ h e i g h t ∗D e n s i t y ) ;
361 System . o u t . p r i n t l n ("AMT = " + t u r n A n g l e ) ;
System . o u t . p r i n t l n ("animal range = " + r a d i u s ) ;
System . o u t . p r i n t l n ("FixedStep = " + f i x e d S t e p ) ;
System . o u t . p r i n t l n ("total animals = " + numAgents ) ;
System . o u t . p r i n t l n ("density = " + D e n s i t y ) ;
366 System . o u t . p r i n t l n ("total plants = " + numTrees ) ;
System . o u t . p r i n t l n ("stomach max = " + stomach ) ;
System . o u t . p r i n t l n ("pollination probability = " +
p o l l e n P r o b ) ;
System . o u t . p r i n t l n ("speed = " + speed ) ;
System . o u t . p r i n t l n ("tree visiting time = " + p l a n t T i m e ) ;
371 System . o u t . p r i n t l n ("max time = " + maxTime ) ;
System . o u t . p r i n t l n ( ) ;
55
System . o u t . p r i n t l n ("tree x-coordinate y-coordinate" ) ;
376 f o r ( i n t i =0 ; i < e m i t t e r L i s t . s i z e ( ) ; i ++) {
System . o u t . p r i n t l n ( e m i t t e r L i s t . g e t ( i ) . ID ( ) + " " +
e m i t t e r L i s t . g e t ( i ) . g e t x ( ) +
" " + e m i t t e r L i s t . g e t ( i ) . g e t y ( ) ) ;
}
381 System . o u t . p r i n t l n ( ) ;
System . o u t . p r i n t ("beenumber startx starty tot#steps
totlength maxdist tot#trees stomach" ) ;
System . o u t . p r i n t (" lt1 wt1 lt2 wt2 lt3 wt3 lt4 wt4 lt5 wt5
lt6 wt6 lt7 wt7 lt8 wt8 lt9 wt9" ) ;
System . o u t . p r i n t (" lt10 wt10 lt11 wt11 lt12 wt12 lt13 wt13
lt14 wt14 lt15 wt15 lt16 wt16 lt17" ) ;
386 System . o u t . p r i n t l n (" wt17 lt18 wt18 lt19 wt19 lt20 wt20" ) ;
}
}
pr i v a t e void p r i n t E m i t t e r ( ) {
391 / / b o o l e a n f l a g = t r u e ;
/ / f l o a t a v g D i s t = 0 ;
/ / f l o a t a v g M a x = 0 ;
/ / f l o a t E x F a t h e r s = 0 ;
i n t [ ] DFa ther = new i n t [ 2 6 ] ;
396 i n t numEmi t t e r s = e m i t t e r L i s t . s i z e ( ) ;
boolean f l a g = f a l s e ;
E m i t t e r F i l e = "PlantU"+ Uniform + "A" + t u r n A n g l e + "D" +
D e n s i t y +".out" ;
401 t ry {
F i l e o u t _ f i l e = new F i l e ( E m i t t e r F i l e ) ;
i f ( o u t _ f i l e . e x i s t s ( ) && ! a p p e n d F i l e ) { / / d e l e t e f i l e i f i t
a l r e a d y e x i s t s
o u t _ f i l e . d e l e t e ( ) ;
406 }
i f ( ! o u t _ f i l e . e x i s t s ( ) ) {
/ / C r e a t e f i l e i f i t d o e s n o t e x i s t
o u t _ f i l e . c r e a t e N e w F i l e ( ) ;
411 f l a g = t rue ;
56
}
/ / c l o s e t h e p r e v i o u s f i l e s t r e a m
i f ( System . o u t != ps ) {
416 System . o u t . c l o s e ( ) ;
}
System . s e t O u t (new P r i n t S t r e a m (new F i l e O u t p u t S t r e a m ( o u t _ f i l e
, t rue ) ) ) ;
}
ca tch ( IOExcep t ion e ) {
421 System . e r r . p r i n t l n ( e ) ;
}
/ ∗ i f ( p r i n t F i l e ) {
p r i n t T o F i l e ( E m i t t e r F i l e ) ;
426 } ∗ /
i f ( f l a g ) {
/ / p r i n t h e a d e r o n l y o n c e
System . o u t . p r i n t l n ("PollenDist\tMaxPollenDist\tWDivFathers"
) ;
431 }
/ / L o o p t h r o u g h t h e m o t h e r s
f o r ( i n t i =0 ; i < numEmi t t e r s ; i ++) {
f l o a t Pol lenD = 0 ;
436 E m i t t e r mother = e m i t t e r L i s t . g e t ( i ) ;
/ / g e t l i s t o f f a t h e r s f r o m c u r r e n t e m i t t e r
A r r a y L i s t < I n t e g e r > F a t h e r s = mother . Seeds ( ) ;
/ / t h i s w i l l c a l c u l a t e t h e n u m b e r o f t h e D i f f e r e n t i a t e d
F a t h e r s
441 DFather [ mother . numMothers ( ) ] + + ;
i n t [ ] S F a t h e r s = new i n t [ numEmi t t e r s ] ;
/ / r e s e t t h e s e f o r e v e r y m o t h e r
446 f l o a t MaxPollenD = 0 ;
/ / l o o p t h r o u g h t h e f a t h e r s t o d e t e r m i n e d i s t a n c e s a n d s u c h
f o r ( i n t j =0 ; j < F a t h e r s . s i z e ( ) ; j ++) {
E m i t t e r f a t h e r = e m i t t e r L i s t . g e t ( F a t h e r s . g e t ( j ) ) ;
451
double x d i s t 2 = Math . pow ( ( double ) ( mother . g e t x ( ) − f a t h e r .
g e t x ( ) ) , 2 ) ;
57
double y d i s t 2 = Math . pow ( ( double ) ( mother . g e t y ( ) − f a t h e r .
g e t y ( ) ) , 2 ) ;
f l o a t d i s t = ( f l o a t ) Math . pow ( x d i s t 2 + y d i s t 2 , 0 . 5 ) ;
456 Pol lenD += d i s t ;
i f ( d i s t > MaxPollenD ) {
MaxPollenD = d i s t ;
}
461
S F a t h e r s [ f a t h e r . ID ( ) ] + + ;
}
Pol lenD /= F a t h e r s . s i z e ( ) ;
466
f l o a t D i v F a t h e r s = 0 ;
f o r ( i n t j =0 ; j < S F a t h e r s . l e n g t h ; j ++) {
i f ( S F a t h e r s [ j ] > 0 ) {
D i v F a t h e r s += ( f l o a t ) ( Math . pow ( ( double ) ( S F a t h e r s [ j ] ) ,
2 ) ) ;
471 }
}
D i v F a t h e r s /= Math . pow ( F a t h e r s . s i z e ( ) , 2 ) ;
476 / ∗ i f ( t e m p ! = 0 ) {
E x F a t h e r s + = 1 / ( n u m E m i t t e r s ∗ D i v F a t h e r s ) ;
} ∗ /
/ ∗ a v g M a x + = M a x D i s t / n u m E m i t t e r s ;
481 a v g D i s t + = a v g / n u m E m i t t e r s ; ∗ /
System . o u t . p r i n t l n ( Po l lenD + "\t" + MaxPollenD + "\t" +
D i v F a t h e r s ) ;
}
486 / / p r i n t H e a d e r ( f a l s e ) ;
/ ∗ S y s t e m . o u t . p r i n t l n ( " A v g D i s t \ t A v g M a x \ t E x F a t h e r s " ) ;
S y s t e m . o u t . p r i n t l n ( a v g D i s t + " \ t " + a v g M a x + " \ t " + E x F a t h e r s
) ;
491 S y s t e m . o u t . p r i n t l n ( ) ;
S y s t e m . o u t . p r i n t l n ( " N u m b e r o f f a t h e r s \ t C o u n t " ) ;
f o r ( i n t i = 0 ; i < 2 6 ; i + + ) {
58
S y s t e m . o u t . p r i n t ( i + " \ t " ) ;
i f ( D F a t h e r [ i ] > 0 ) {
496 S y s t e m . o u t . p r i n t ( D F a t h e r [ i ] ) ;
}
e l s e {
S y s t e m . o u t . p r i n t ( " 0 " ) ;
}
501 S y s t e m . o u t . p r i n t l n ( ) ;
} ∗ /
}
pr i v a t e vo id p r i n t A g e n t s ( ) {
506 / / f l o a t a v g M a x = 0 ;
/ / f l o a t a v g P a t h = 0 ;
/ / f l o a t a v g S t e p = 0 ;
/ / f l o a t a v g T r e e s = 0 ;
/ / f l o a t a v g S t o m a c h = 0 ;
511 / / f l o a t a v g A r e a = 0 ;
boolean f l a g = f a l s e ;
A g e n t F i l e = "AnimalU" + Uniform + "A" + t u r n A n g l e + "D" +
D e n s i t y + ".out" ;
516 t ry {
F i l e o u t _ f i l e = new F i l e ( A g e n t F i l e ) ;
i f ( o u t _ f i l e . e x i s t s ( ) && ! a p p e n d F i l e ) { / / d e l e t e f i l e i f i t
a l r e a d y e x i s t s
o u t _ f i l e . d e l e t e ( ) ;
521 }
i f ( ! o u t _ f i l e . e x i s t s ( ) ) {
/ / C r e a t e f i l e i f i t d o e s n o t e x i s t
o u t _ f i l e . c r e a t e N e w F i l e ( ) ;
526 f l a g = t rue ;
}
/ / c l o s e t h e p r e v i o u s f i l e s t r e a m
i f ( System . o u t != ps ) {
531 System . o u t . c l o s e ( ) ;
}
System . s e t O u t (new P r i n t S t r e a m (new F i l e O u t p u t S t r e a m ( o u t _ f i l e
, t rue ) ) ) ;
}
ca tch ( IOExcep t ion e ) {
59
536 System . e r r . p r i n t l n ( e ) ;
}
/ ∗ i f ( p r i n t F i l e ) {
p r i n t T o F i l e ( A g e n t F i l e ) ;
541 } ∗ /
/ / p r i n t H e a d e r ( f a l s e ) ;
i f ( f l a g ) {
/ / p r i n t h e a d e r o n l y o n c e
System . o u t . p r i n t l n ("PathDist\tMaxDist" ) ;
546 }
i n t s i z e = d e a d L i s t . s i z e ( ) ;
f o r ( i n t i =0 ; i < s i z e ; i ++) {
/ / T h e f o l l o w i n g a g e n t i s n o t a g e n t i t h e i d c a n b e f o u n d
u s i n g a g e n t . i d ( )
551 Agent a g e n t = d e a d L i s t . g e t ( i ) ;
System . o u t . p r i n t l n ( a g e n t . PathD ( ) + "\t" + a g e n t . MaxD ( ) ) ;
/ ∗ a v g M a x + = a g e n t . M a x D ( ) / ( f l o a t ) ( s i z e ) ;
556 a v g P a t h + = a g e n t . P a t h D ( ) / ( f l o a t ) ( s i z e ) ;
a v g S t e p + = ( f l o a t ) ( a g e n t . S t e p D ( ) ) / ( f l o a t ) ( s i z e ) ;
a v g T r e e s + = ( f l o a t ) ( a g e n t . N u m T r e e s ( ) ) / ( f l o a t ) ( s i z e ) ;
a v g S t o m a c h + = ( ( f l o a t ) ( a g e n t . S t o m a c h ( ) ) ) / ( f l o a t ) ( s i z e ) ; ∗ /
}
561
/ ∗ S y s t e m . o u t . p r i n t ( " A v g S t e p \ t A v g P a t h \ t A v g M a x \ t A v g P l a n t s \
t A v g S t o m a c h " ) ;
i f ( A r e a ) { S y s t e m . o u t . p r i n t l n ( " \ t S e a r c h e d A r e a " ) ; }
e l s e { S y s t e m . o u t . p r i n t l n ( ) ; }
566 S y s t e m . o u t . p r i n t ( a v g S t e p + " \ t " + a v g P a t h + " \ t " + a v g M a x
+ " \ t " + a v g T r e e s + " \ t " + a v g S t o m a c h ) ; ∗ /
i f ( Area ) {
System . o u t . p r i n t l n ("\t" + wor ld . Area ( ) ) ;
}
571 e l s e { System . o u t . p r i n t l n ( ) ; }
}
pr i v a t e vo id p r i n t D i s t r i b u t i o n ( ) {
i f ( p r i n t F i l e ) {
576 S t r i n g f i l e = "T" + maxTime + "U" + Uniform + "A" +
t u r n A n g l e + "D" +
D e n s i t y + "S" + f i x e d S t e p + ".out" ;
60
p r i n t T o F i l e ( f i l e ) ;
}
/ / p r i n t H e a d e r ( f a l s e ) ;
581
System . o u t . p r i n t l n ("x\ty" ) ;
i n t s i z e = d e a d L i s t . s i z e ( ) ;
f o r ( i n t i =0 ; i < s i z e ; i ++) {
586 / / T h e f o l l o w i n g a g e n t i s n o t a g e n t i t h e i d c a n b e f o u n d
u s i n g a g e n t . i d ( )
Agent a g e n t = d e a d L i s t . g e t ( i ) ;
System . o u t . p r i n t l n ( a g e n t . g e t x ( ) + "\t" + a g e n t . g e t y ( ) ) ;
}
System . o u t . p r i n t l n ( ) ;
591 }
pr i v a t e void p r i n t A g e n t D a t a ( ) {
i f ( p r i n t F i l e ) {
p r i n t T o F i l e ( D a t a F i l e ) ;
596 }
p r i n t H e a d e r ( t rue ) ;
i n t s i z e = d e a d L i s t . s i z e ( ) ;
f o r ( i n t i =0 ; i < s i z e ; i ++) {
601 / / T h e f o l l o w i n g a g e n t i s n o t a g e n t i t h e i d c a n b e f o u n d
u s i n g a g e n t . i d ( )
Agent a g e n t = d e a d L i s t . g e t ( i ) ;
a g e n t . p r i n t A g e n t s ( ) ;
}
}
606
/ / r e m o v i n g a n a g e n t i s e q u i v a l e n t t o a d d i n g i t t o t h e
d e a t h L i s t .
/ / We t h e n r e m o v e a l l t h e a g e n t s i n t h i s d e a t h L i s t f r o m t h e
m a i n a g e n t
/ / l i s t ( a g e n t L i s t ) i n p o s t S t e p ( ) .
pub l i c vo id removeAgent ( Agent a g e n t ) {
611 d e a t h L i s t . add ( a g e n t ) ;
}
/ / a d d i n g a n a g e n t i s e q u i v a l e n t t o a d d i n g i t t o t h e b i r t h L i s t .
/ / We a d d a l l t h e m e m b e r s o f t h i s b i r t h L i s t t o t h e t h e m a i n
a g e n t
616 / / l i s t ( a g e n t L i s t ) i n p o s t S t e p ( ) .
pub l i c vo id addAgent ( Agent a g e n t ) {
61
b i r t h L i s t . add ( a g e n t ) ;
}
621 pub l i c vo id s e t I n i t i a l P a t t e r n ( I S e t u p v a l ) {
i n i t i a l P a t t e r n = v a l ;
}
/ / S e n d a n E m i t t e r i f r e q u e s t e d
626 pub l i c E m i t t e r g e t E m i t t e r ( i n t i d ) {
re turn e m i t t e r L i s t . g e t ( i d ) ;
}
/ / E v e r y t h i n g b e l o w i s t o g e t p a r a m e t e r s f r o m G U I a n d t h e n s e t
t h e m
631 pub l i c boolean ge tDi sp layGUI ( ) {
re turn d i sp l ayGUI ;
}
pub l i c vo id s e t D i s p l a y G U I ( boolean v a l ) {
636 d i sp l ayGUI = v a l ;
}
pub l i c boolean g e t D i s t r i b u t i o n ( ) {
re turn d i s t r i b u t i o n ;
641 }
pub l i c vo id s e t D i s t r i b u t i o n ( boolean v a l ) {
d i s t r i b u t i o n = v a l ;
}
646
pub l i c boolean g e t F i x e d S t e p ( ) {
re turn f i x e d S t e p ;
}
651 pub l i c vo id s e t F i x e d S t e p ( boolean v a l ) {
f i x e d S t e p = v a l ;
}
pub l i c boolean ge tAn ima lDa ta ( ) {
656 re turn a g e n t D a t a ;
}
pub l i c vo id s e t A n i m a l D a t a ( boolean v a l ) {
a g e n t D a t a = v a l ;
661 }
62
pub l i c boolean g e t P r i n t F i l e ( ) {
re turn p r i n t F i l e ;
}
666
pub l i c vo id s e t P r i n t F i l e ( boolean v a l ) {
p r i n t F i l e = v a l ;
}
671 pub l i c S t r i n g g e t A g e n t F i l e ( ) {
re turn A g e n t F i l e ;
}
pub l i c vo id s e t A g e n t F i l e ( S t r i n g v a l ) {
676 A g e n t F i l e = v a l ;
}
pub l i c S t r i n g g e t E m i t t e r F i l e ( ) {
re turn E m i t t e r F i l e ;
681 }
pub l i c vo id s e t E m i t t e r F i l e ( S t r i n g v a l ) {
A g e n t F i l e = v a l ;
}
686
pub l i c boolean g e t A p p e n d F i l e ( ) {
re turn a p p e n d F i l e ;
}
691 pub l i c vo id s e t A p p e n d F i l e ( boolean v a l ) {
a p p e n d F i l e = v a l ;
}
pub l i c i n t ge tWid th ( ) {
696 re turn wid th ;
}
pub l i c vo id s e t W i d t h ( i n t v a l ) {
wid th = v a l ;
701 }
pub l i c i n t g e t H e i g h t ( ) {
re turn h e i g h t ;
}
706
63
pub l i c vo id s e t H e i g h t ( i n t v a l ) {
h e i g h t = v a l ;
}
711 pub l i c i n t getNumAnimals ( ) {
re turn numAgents ;
}
pub l i c vo id setNumAnimals ( i n t v a l ) {
716 numAgents = v a l ;
}
pub l i c f l o a t g e t P l a n t D e n s i t y ( ) {
re turn D e n s i t y ;
721 }
pub l i c vo id s e t P l a n t D e n s i t y ( f l o a t v a l ) {
D e n s i t y = v a l ;
}
726
pub l i c f l o a t getA ( ) {
re turn a ;
}
731 pub l i c vo id se tA ( f l o a t v a l ) {
a = v a l ;
}
pub l i c f l o a t getR ( ) {
736 re turn r ;
}
pub l i c vo id se tR ( f l o a t v a l ) {
r = v a l ;
741 }
pub l i c i n t getAMT ( ) {
re turn t u r n A n g l e ;
}
746
pub l i c vo id setAMT ( i n t v a l ) {
t u r n A n g l e = v a l ;
}
751 pub l i c double s t d e v ( ) {
64
double v a r i a n c e = t u r n A n g l e ∗ p i180 / 3 ;
re turn Math . pow ( v a r i a n c e , 0 . 5 ) ;
}
756
pub l i c double getMean ( ) {
re turn mean ;
}
761 pub l i c vo id setMean ( double v a l ) {
mean = v a l ;
}
pub l i c f l o a t g e t S p e e d ( ) {
766 re turn speed ;
}
pub l i c vo id s e t S p e e d ( f l o a t v a l ) {
speed = v a l ;
771 }
pub l i c i n t getMaxTime ( ) {
re turn maxTime ;
}
776
pub l i c vo id setMaxTime ( i n t v a l ) {
maxTime = v a l ;
}
781 pub l i c i n t g e t P l a n t T i m e ( ) {
re turn p l a n t T i m e ;
}
pub l i c vo id s e t P l a n t T i m e ( i n t v a l ) {
786 p l a n t T i m e = v a l ;
}
pub l i c f l o a t g e t S e a r c h R a d i u s ( ) {
re turn r a d i u s ;
791 }
pub l i c vo id s e t S e a r c h R a d i u s ( f l o a t v a l ) {
r a d i u s = v a l ;
}
796
65
pub l i c boolean ge tUn i fo rm ( ) {
re turn Uniform ;
}
801 pub l i c vo id s e t U n i f o r m ( boolean v a l ) {
Uniform = v a l ;
}
pub l i c i n t ge tS tomach ( ) {
806 re turn s tomach ;
}
pub l i c vo id s e t S t o m a c h ( i n t v a l ) {
s tomach = v a l ;
811 }
pub l i c f l o a t g e t P o l l e n P r o b ( ) {
re turn p o l l e n P r o b ;
}
816
pub l i c vo id s e t P o l l e n P r o b ( f l o a t v a l ) {
p o l l e n P r o b = v a l ;
}
821 pub l i c i n t g e t F l o w e r s ( ) {
re turn f l o w e r s ;
}
pub l i c vo id s e t F l o w e r s ( i n t v a l ) {
826 f l o w e r s = v a l ;
}
pub l i c boolean g e t A r e a ( ) {
re turn Area ;
831 }
pub l i c vo id s e t A r e a ( boolean v a l ) {
Area = v a l ;
}
836 }
D.2 Space.java
1 package p o l l e n ;
66
import j a v a . u t i l . A r r a y L i s t ;
import u c h i c a g o . s r c . sim . g u i . D i s p l a y a b l e ;
6
pub l i c i n t e r f a c e Space {
pub l i c vo id remove ( Agent a g e n t ) ;
pub l i c vo id removeAgentAt ( f l o a t x , f l o a t y , Agent a g e n t ) ;
pub l i c vo id addAgent ( Agent a g e n t ) ;
11 pub l i c vo id a d d E m i t t e r ( E m i t t e r e m i t t e r ) ;
pub l i c E m i t t e r g e t E m i t t e r ( i n t i d ) ;
pub l i c A r r a y L i s t < Objec t > g e t N e i g h b o r s ( f l o a t x , f l o a t y ) ;
pub l i c boolean i sEmptyAt ( i n t x , i n t y ) ;
pub l i c D i s p l a y a b l e g e t D i s p l a y ( ) ;
16 pub l i c i n t g e t X S i z e ( ) ;
pub l i c i n t g e t Y S i z e ( ) ;
pub l i c i n t Area ( ) ;
}
D.3 World.java
1 package p o l l e n ;
import j a v a . u t i l . A r r a y L i s t ;
import j a v a . u t i l . L i s t ;
6 import u c h i c a g o . s r c . sim . g u i . D i s p l a y a b l e ;
import u c h i c a g o . s r c . sim . s p a c e . Mul t i2DGrid ;
import u c h i c a g o . s r c . sim . g u i . M u l t i O b j e c t 2 D D i s p l a y ;
/ ∗ ∗
11 ∗ A g r i d w o r l d f o r A g e n t s a n d E m i t t e r . A g e n t s a n d E m i t t e r s
i n h a b i t t h e
∗ g r i d c e l l s . T h i s c l a s s i s r e s p o n s i b l e f o r c r e a t i n g n e w A g e n t s
a n d E m i t t e r s
∗ i n t h o s e c e l l s .
∗ /
pub l i c c l a s s World implements Space {
16 pr i v a t e Mult i2DGrid wor ld ;
pr i v a t e Pol l enMode l model ;
pr i v a t e i n t xSize , y S i z e ;
pr i v a t e boolean Area ;
f l o a t r ;
21
pr i v a t e i n t [ ] [ ] s e a r c h e d ;
67
/ ∗ ∗
∗ C r e a t e s t h i s S p a c e o f t h e s p e c i f i e d w i d t h ( x S i z e ) a n d h e i g h t
26 ∗ ( y S i z e ) .
∗ /
pub l i c World ( i n t xSize , i n t ySize , Po l l enMode l model , boolean
Area , f l o a t r ) {
wor ld = new Mult i2DGrid ( xSize , ySize , f a l s e ) ;
t h i s . model = model ;
31 t h i s . x S i z e = x S i z e ;
t h i s . y S i z e = y S i z e ;
t h i s . Area = Area ;
t h i s . r = r ;
36 s e a r c h e d = new i n t [ x S i z e ] [ y S i z e ] ;
f o r ( i n t i =0 ; i < x S i z e ; ++ i ) {
f o r ( i n t j =0 ; j < y S i z e ; ++ j ) {
s e a r c h e d [ i ] [ j ] = 0 ;
}
41 }
}
/ ∗ ∗
∗ R e t u r n s t h e w i d t h o f t h i s A g e n t S p a c e .
46 ∗ /
pub l i c i n t g e t X S i z e ( ) {
re turn x S i z e ;
}
51 / ∗ ∗
∗ R e t u r n s t h e h e i g h t o f t h i s A g e n t S p a c e .
∗ /
pub l i c i n t g e t Y S i z e ( ) {
re turn y S i z e ;
56 }
/ ∗ ∗
∗ R e m o v e s a n a g e n t f r o m t h i s w o r l d . A c t u a l r e m o v a l i s n o t
p e r f o r m e d
∗ u n t i l a f t e r a l l s t e p ( ) m e t h o d s h a v e c o m p l e t e d .
61 ∗ /
pub l i c vo id remove ( Agent a g e n t ) {
model . removeAgent ( a g e n t ) ;
}
66 / ∗ ∗
68
∗ R e m o v e s t h e a g e n t a t t h e s p e c i f i e d c o o r d i n a t e s . T h i s o c c u r s
i m m e d i a t e l y .
∗ /
pub l i c vo id removeAgentAt ( f l o a t x , f l o a t y , Agent a g e n t ) {
wor ld . removeObjec tAt ( ( i n t ) x , ( i n t ) y , a g e n t ) ;
71 }
/ ∗ ∗
∗ A d d s t h e a g e n t a t i t s c o o r d i n a t e s .
∗ /
76 pub l i c vo id addAgent ( Agent a g e n t ) {
i n t X = ( i n t ) a g e n t . getX ( ) ;
i n t Y = ( i n t ) a g e n t . getY ( ) ;
/ / t h i s c o r r e c t s a n i s s u e w i t h a d d i n g a t o n o f a g e n t s i n o n e
l o c a t i o n
81 synchronized ( wor ld ) {
wor ld . p u t O b j e c t A t (X, Y, a g e n t ) ;
}
/ / i f A r e a i s t o b e f o u n d s e t s e a r c h e d l o c a t i o n s
86 i f ( Area ) {
s e a r c h e d [X] [Y] = 1 ;
i f ( ( i n t ) (X + r ) < x S i z e ) {
s e a r c h e d [ ( i n t ) (X + r ) ] [Y] = 1 ;
i f ( ( i n t ) (Y + r ) < y S i z e ) {
91 s e a r c h e d [ ( i n t ) (X + r ) ] [ ( i n t ) (Y + r ) ] = 1 ;
}
i f ( ( i n t ) (Y − r ) >= 0) {
s e a r c h e d [ ( i n t ) (X + r ) ] [ ( i n t ) (Y − r ) ] = 1 ;
}
96 }
i f ( ( i n t ) (X − r ) >= 0) {
s e a r c h e d [ ( i n t ) (X − r ) ] [Y] = 1 ;
i f ( ( i n t ) (Y + r ) < y S i z e ) {
s e a r c h e d [ ( i n t ) (X − r ) ] [ ( i n t ) (Y + r ) ] = 1 ;
101 }
i f ( ( i n t ) (Y − r ) >= 0) {
s e a r c h e d [ ( i n t ) (X − r ) ] [ ( i n t ) (Y − r ) ] = 1 ;
}
}
106 i f ( ( i n t ) (Y + r ) < y S i z e ) {
s e a r c h e d [X ] [ ( i n t ) (Y + r ) ] = 1 ;
}
i f ( ( i n t ) (Y − r ) >= 0) {
69
s e a r c h e d [X ] [ ( i n t ) (Y − r ) ] = 1 ;
111 }
}
}
/ ∗ ∗
116 ∗ A d d s t h e e m i t t e r a t i t s c o o r d i n a t e s .
∗ /
pub l i c vo id a d d E m i t t e r ( E m i t t e r e m i t t e r ) {
wor ld . p u t O b j e c t A t ( e m i t t e r . getX ( ) , e m i t t e r . getY ( ) , e m i t t e r ) ;
}
121
pub l i c E m i t t e r g e t E m i t t e r ( i n t i d ) {
re turn model . g e t E m i t t e r ( i d ) ;
}
126 / ∗ ∗
∗ R e t u r n s t h e n u m b e r o f A g e n t s a r o u n d t h e x , y c o o r d i n a t e .
T h i s
∗ i s a M o o r e n e i g h b o r h o o d .
∗ /
/ / p u b l i c i n t g e t N u m N e i g h b o r s ( i n t x , i n t y ) {
131 pub l i c A r r a y L i s t < Objec t > g e t N e i g h b o r s ( f l o a t x , f l o a t y ) {
i f ( x >= x S i z e | | y >= y S i z e ) {
re turn nu l l ;
}
e l s e {
136 L i s t < Objec t > h e r e = wor ld . g e t O b j e c t s A t ( ( i n t ) x , ( i n t ) y ) ;
A r r a y L i s t < Objec t > n e i g h b o r s = wor ld . ge tMooreNe ighbors ( ( i n t )
x , ( i n t ) y , f a l s e ) ;
f o r ( i n t i =0 ; i < h e r e . s i z e ( ) ; i ++) {
n e i g h b o r s . add ( h e r e . g e t ( i ) ) ;
141 }
re turn n e i g h b o r s ;
}
}
146
/ ∗ ∗
∗ R e t u r n s t h e D i s p l a y a b l e a p p r o p r i a t e f o r t h i s w o r l d . I n t h i s
c a s e , t h i s
∗ r e t u r n s a M u l t i O b j e c t 2 D D i s p l a y .
∗ /
151 pub l i c D i s p l a y a b l e g e t D i s p l a y ( ) {
70
re turn new M u l t i O b j e c t 2 D D i s p l a y ( wor ld ) ;
}
/ ∗ ∗
156 ∗ R e t u r n s t r u e i f t h e c e l l a t t h e s p e c i f i e d c o o r d i n a t e s i s
e m p t y .
∗ /
pub l i c boolean i sEmptyAt ( i n t x , i n t y ) {
re turn world . g e t O b j e c t A t ( x , y ) == nu l l ;
}
161
pub l i c i n t Area ( ) {
i n t Area = 0 ;
f o r ( i n t i =0 ; i < x S i z e ; ++ i ) {
166 f o r ( i n t j =0 ; j < y S i z e ; ++ j ) {
Area += s e a r c h e d [ i ] [ j ] ;
}
}
171 re turn Area ;
}
}
D.4 Agent.java
package p o l l e n ;
import j a v a . awt . Co lo r ;
import j a v a . l a n g . Math ;
5
import u c h i c a g o . s r c . sim . u t i l . Random ;
import u c h i c a g o . s r c . sim . g u i . Drawable ;
import u c h i c a g o . s r c . sim . g u i . S imGraphics ;
import j a v a . u t i l . A r r a y L i s t ;
10
pub l i c c l a s s Agent implements Drawable {
pr i v a t e f l o a t x , y ;
pr i v a t e f l o a t newx , newy ;
15 pr i v a t e i n t i d ;
pr i v a t e Space s p a c e ;
71
pr i v a t e s t a t i c f i n a l f l o a t twop i = ( f l o a t ) (8∗Math . a t a n ( 1 . ) ) ;
20 pr i v a t e s t a t i c f i n a l f l o a t p i180 = twop i / ( 2 ∗ 1 8 0 ) ;
pr i v a t e double mean ;
pr i v a t e f l o a t r a d i u s ;
pr i v a t e double s t d e v ;
25 pr i v a t e i n t t u r n A n g l e ;
pr i v a t e f l o a t t ime = 0 ; / / a m o u n t o f t i m e a n a g e n t h a s b e e n
f o r a g i n g
pr i v a t e i n t maxT ; / / a m o u n t o f t i m e a n a g e n t c a n f o r a g e
30 pr i v a t e f l o a t speed ;
/ / p r i v a t e i n t m i n T r e e ; / / m i n f o r m a x T r e e T
pr i v a t e i n t maxTree ; / / m a x f o r m a x T r e e T
35 pr i v a t e i n t s tomach = 7 5 ; / / s i z e o f t h e s t o m a c h o f t h e a g e n t
pr i v a t e f l o a t a t e = 0 ; / / a m o u n t i n s t o m a c h
pr i v a t e f l o a t p o l l e n P r o b = 0 . 3 f ; / / P r o b a b i l i t y a t r e e w i l l b e
p o l l i n a t e d
pr i v a t e f l o a t f l o w e r s ; / / n u m b e r o f f l o w e r s
40 pr i v a t e i n t moves = 0 ; / / n u m b e r o f t i m e s a n a g e n t m o v e d
pr i v a t e i n t t r e e s = 0 ; / / n u m b e r o f t i m e s a n a g e n t w a s a t a t r e e
pr i v a t e f l o a t d = 0 ; / / d i s t a n c e t r a v e l e d
pr i v a t e f l o a t maxD = 0 ; / / m a x d i s t a n c e f r o m s t a r t
pr i v a t e f l o a t x0 , y0 ; / / i n i t i a l b e e l o c a t i o n
45
pr i v a t e i n t wid th ;
pr i v a t e i n t h e i g h t ;
pr i v a t e boolean Uniform ;
50 pr i v a t e boolean f i x e d S t e p ;
pr i v a t e A r r a y L i s t < F l o a t > P o l l e n = new A r r a y L i s t < F l o a t > ( ) ;
pr i v a t e A r r a y L i s t < I n t e g e r > E m i t t e r s = new A r r a y L i s t < I n t e g e r > ( ) ;
55 pr i v a t e f l o a t d i r e c t i o n = ( f l o a t ) Random . un i fo rm .
nextDoubleFromTo ( 0 , twop i ) ;
pr i v a t e f l o a t d i r ;
/ ∗ ∗
∗ C r e a t e s t h i s A g e n t w i t h t h e s p e c i f i e d c o o r d i n a t e s a n d s p a c e .
60 ∗ /
72
pub l i c Agent ( f l o a t x , f l o a t y , i n t id , Space space ,
double mean , f l o a t r a d i u s , i n t t u rnAng le ,
i n t maxTime , f l o a t speed , i n t maxTree ,
i n t stomach , f l o a t p o l l e n P r o b ,
65 i n t width , i n t h e i g h t ,
boolean Uniform , boolean f i x e d S t e p ) {
t h i s . s p a c e = s p a c e ;
t h i s . x0 = x ;
t h i s . y0 = y ;
70 t h i s . x = x0 ;
t h i s . y = y0 ;
t h i s . i d = i d ;
t h i s . mean = mean ;
75 t h i s . r a d i u s = r a d i u s ;
t h i s . t u r n A n g l e = t u r n A n g l e ;
t h i s . s t d e v = Math . pow ( t u r n A n g l e ∗ p i180 / 3 , 0 . 5 ) ;
t h i s . maxT = maxTime ;
80 / / t h i s . m a x T = R a n d o m . u n i f o r m . n e x t I n t F r o m T o ( m a x T i m e , m i n T i m e ) ;
t h i s . speed = speed ; / / h o w f a s t t h e a g e n t f l i e s
t h i s . maxTree = maxTree ; / / m a x f o r m a x T r e e T
85
t h i s . s tomach = stomach ; / / s i z e o f a g e n t s s t o m a c h
t h i s . p o l l e n P r o b = p o l l e n P r o b ; / / p r o b a b i l i t y a t r e e i s
p o l l i n a t e d
t h i s . w id th = wid th − 1 ;
90 t h i s . h e i g h t = h e i g h t − 1 ;
t h i s . Uniform = Uniform ;
t h i s . f i x e d S t e p = f i x e d S t e p ;
}
95
/ ∗ M o v e s a n d A g e n t i n a c o r r e l a t e d r a n d o m p a t h ∗ /
pub l i c vo id s t e p ( ) {
boolean f l a g = t rue ;
100 A r r a y L i s t < Objec t > n e i g h b o r s = s p a c e . g e t N e i g h b o r s ( x , y ) ;
i n t numNeighbors = n e i g h b o r s . s i z e ( ) ;
E m i t t e r e m i t t e r ;
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105 f l o a t d i s t = 1 ;
/ / A r e t h e r e e m i t t e r s n e a r t h e a g e n t
i f ( numNeighbors > 1) {
/ / f i n d t h e n e a r e s t e m i t t e r
110 e m i t t e r = t h i s . N e a r e s t E m i t t e r ( n e i g h b o r s ) ;
i f ( e m i t t e r != nu l l ) { / / m a k e s u r e w e h a v e a n e m i t t e r t o w o r k
w i t h
f l o a t emx = e m i t t e r . g e t x ( ) ;
f l o a t emy = e m i t t e r . g e t y ( ) ;
d i s t = ( f l o a t ) ( Math . s q r t ( Math . pow ( x − emx , 2 ) + Math . pow
( y − emy , 2 ) ) ) ;
115
/ / a r e w e w i t h i n r a n g e o r a t a n e m i t t e r
i f ( d i s t == 0) {
t r e e s ++;
t h i s . a t E m i t t e r ( e m i t t e r ) ;
120 t h i s . move ( t rue ) ;
/ / b e s u r e n o t t o m o v e a g a i n
f l a g = f a l s e ;
}
125 e l s e i f ( d i s t < r a d i u s ) {
newx = emx ;
newy = emy ;
/ / b e s u r e n o t t o m o v e a g a i n
130 f l a g = f a l s e ;
}
}
}
135 moves ++; / / c o u n t n u m b e r o f m o v e s
i f ( f l a g ) {
t h i s . move ( f a l s e ) ;
}
140
/ / n o w a c t u a l l y m o v e
s p a c e . removeAgentAt ( x , y , t h i s ) ;
d += Math . s q r t ( Math . pow ( x − newx , 2 ) + Math . pow ( y − newy , 2 ) )
; / / c a l c u l a t e d i s t a n c e
f l o a t temp = ( f l o a t ) Math . s q r t ( Math . pow ( x0 − newx , 2 ) + Math .
pow ( y0 − newy , 2 ) ) ; / / c a l c u l a t e d i s t a n c e f r o m s t a r t
145 i f ( temp > maxD) {maxD = temp ; }
74
x = newx ;
y = newy ;
s p a c e . addAgent ( t h i s ) ;
150 d i r e c t i o n = d i r ;
t ime = d / speed + t r e e s ∗maxTree ;
/ / k i l l a g e n t i f t i m e h a s r e a c h e d m a x T
155 i f ( a t e >= stomach | | t ime >= maxT ) {
s p a c e . remove ( t h i s ) ;
}
}
160 pr i v a t e vo id move ( boolean f l a g ) {
/ / c o u n t n u m b e r o f t i m e s a g e n t m o v e s b e t w e e n t r e e s
f l o a t r and ;
f l o a t e p s i l o n ;
165 i f ( f l a g ) { / / a t t r e e
/ / g e t a n e w r a n d o m d i r e c t i o n
d i r = Random . un i fo rm . nex tF loa tF romTo ( 0 , twop i ) ;
/ / A s s u m e t h e h y p o t e n u s e i s e p s i l o n
170 i f ( f i x e d S t e p ) {
e p s i l o n = 1 .001 f ;
}
e l s e {
e p s i l o n = Random . un i fo rm . nex tF loa tF romTo ( r a d i u s , r a d i u s +
1) ;
175 }
}
e l s e { / / n o t a t t r e e
i f ( Uniform ) {
rand = Random . un i fo rm . nex tF loa tF romTo (− t u r n A n g l e ∗ pi180 ,
t u r n A n g l e ∗ p i180 ) ;
180 }
e l s e {
rand = ( f l o a t ) Random . normal . nex tDoub le ( mean , s t d e v ) ;
}
/ / d e t e r m i n e d i r e c t i o n t o m o v e i n
185 d i r = d i r e c t i o n + rand ;
/ / A s s u m e t h e h y p o t e n u s e i s e p s i l o n i . e m o v e a d i s t a n c e o f
e p s i l o n
i f ( f i x e d S t e p ) {
75
e p s i l o n = 1 . f ;
}
190 e l s e {
e p s i l o n = Random . un i fo rm . nex tF loa tF romTo (0 f , 1 f ) ;
}
}
195 / / i f a g e n t i s w i t h i n 1 o f t h e e d g e p i c k a r a n d o m u n i f o r m
d i r e c t i o n
i f ( x >= wid th | | x <= 1 | | y >= h e i g h t | | y <= 1) {
d i r = d i r + Random . un i fo rm . nex tF loa tF romTo (− twop i / 2 . f ,
twop i / 2 . f ) ;
}
200 newx = x + ( f l o a t ) ( e p s i l o n ∗Math . cos ( d i r ) ) ;
newy = y + ( f l o a t ) ( e p s i l o n ∗Math . s i n ( d i r ) ) ;
i f ( newx >= wid th + 1 | | newx < 0 | | newy >= h e i g h t + 1 | |
newy < 0) { / / i n a d i f f e r e n t d i r e c t i o n i f w e h i t e d g e
newx = x ;
205 newy = y ;
}
}
pr i v a t e E m i t t e r N e a r e s t E m i t t e r ( A r r a y L i s t < Objec t > Ne ighbor s ) {
210 E m i t t e r e m i t t e r ;
O b j e c t o b j ;
f l o a t d i s t , d i s t 2 ;
i n t i d = −1;
215 d i s t = d i s t 2 = 1 ;
f o r ( i n t i =0 ; i < Ne ighbor s . s i z e ( ) ; ++ i ) {
o b j = Ne ighbor s . g e t ( i ) ;
i f ( o b j i n s t a n c e o f E m i t t e r ) {
220 e m i t t e r = ( E m i t t e r ) o b j ;
f l o a t emx = e m i t t e r . g e t x ( ) ;
f l o a t emy = e m i t t e r . g e t y ( ) ;
d i s t 2 = ( f l o a t ) Math . s q r t ( Math . pow ( x − emx , 2 ) + Math . pow
( y − emy , 2 ) ) ;
225 i f ( d i s t 2 < d i s t ) {
d i s t = d i s t 2 ;
i d = i ;
}
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}
230 }
i f ( i d >= 0) {
e m i t t e r = ( E m i t t e r ) Ne ighbor s . g e t ( i d ) ;
}
235 e l s e {
e m i t t e r = nu l l ;
}
re turn e m i t t e r ;
240 }
pub l i c vo id a t E m i t t e r ( E m i t t e r e m i t t e r ) {
t h i s . g e t P o l l e n ( e m i t t e r ) ;
245 f o r ( i n t i =1 ; i <= f l o w e r s ; i ++) {
f l o a t prob = Random . un i fo rm . nex tF loa tF romTo ( 0 . f , 1 . f ) ;
i f ( p rob <= p o l l e n P r o b ) {
t h i s . P o l l i n a t e ( e m i t t e r ) ;
}
250 }
}
pub l i c vo id g e t P o l l e n ( E m i t t e r e m i t t e r ) {
/ / g e t a m o u n t o f p o l l e n
255 f l o w e r s = e m i t t e r . P o l l e n ( ) ;
a t e += f l o w e r s ;
/ / n o w a d d t h e e m i t t e r a n d p o l l e n t o o u r l i s t s
P o l l e n . add ( f l o w e r s ) ;
260 E m i t t e r s . add ( e m i t t e r . ID ( ) ) ;
}
pub l i c vo id P o l l i n a t e ( E m i t t e r e m i t t e r ) { / / p o l l i n a t e a n e m i t t e r
i n t mother = e m i t t e r . ID ( ) ;
265 f l o a t t o t P o l = a t e ;
i n t cumPol = 0 ;
i n t f a t h e r ;
/ / f i n d o u t h o w m u c h p o l l e n h a s b e e n c o n t r i b u t e d b y t r e e
270 f o r ( i n t i =0 ; i < E m i t t e r s . s i z e ( ) ; ++ i ) {
i f ( E m i t t e r s . g e t ( i ) == mother ) { t o t P o l −= P o l l e n . g e t ( i ) ; }
}
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f l o a t prob = Random . un i fo rm . nex tF loa tF romTo ( 0 , t o t P o l ) ;
275
f o r ( i n t i = E m i t t e r s . s i z e ( ) − 1 ; i >=0; i−−){
f a t h e r = E m i t t e r s . g e t ( i ) ;
/ / o n l y p r o d u c e a s e e d f r o m p o l l e n o f a d i f f e r e n t e m i t t e r
i f ( f a t h e r != mother ) {
280 cumPol += P o l l e n . g e t ( i ) ;
i f ( cumPol >= prob ) {
e m i t t e r . P o l l i n a t e ( f a t h e r ) ;
break ; / / f l o w e r p o l l i n a t e d s o b r e a k o u t o f l o o p
285 }
}
}
}
290 / ∗ ∗
∗ @ p a r a m d s e t t h e l a s t d i r e c t i o n v a l u e .
∗ /
pub l i c vo id s e t D i r e c t i o n ( f l o a t d ) {
d i r e c t i o n = d ;
295 }
/ ∗ ∗
∗ @ r e t u r n t h e l a s t d i r e c t i o n v a l u e .
∗ /
300 pub l i c f l o a t g e t D i r e c t i o n ( ) {
re turn d i r e c t i o n ;
}
/ / D r a w a b l e i n t e r f a c e
305 pub l i c i n t getX ( ) {
re turn ( i n t ) x ;
}
pub l i c i n t getY ( ) {
310 re turn ( i n t ) y ;
}
pub l i c f l o a t g e t x ( ) {
re turn x ;
315 }
pub l i c f l o a t g e t y ( ) {
re turn y ;
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}
320
pub l i c i n t ID ( ) {
re turn i d ;
}
325 pub l i c vo id setXY ( f l o a t x , f l o a t y ) {
t h i s . x = x ;
t h i s . y = y ;
}
330 pub l i c f l o a t PathD ( ) {
re turn d ;
}
pub l i c i n t StepD ( ) {
335 re turn moves ;
}
pub l i c f l o a t MaxD ( ) {
/ / S y s t e m . o u t . p r i n t l n ( i d + " \ t " + m a x D ) ;
340 re turn maxD ;
}
pub l i c i n t NumTrees ( ) {
re turn t r e e s ;
345 }
pub l i c f l o a t Stomach ( ) {
re turn a t e ;
}
350
pub l i c vo id p r i n t A g e n t s ( ) {
f l o a t pathD = PathD ( ) ;
i n t s tepD = StepD ( ) ;
f l o a t maxD = MaxD ( ) ;
355 i n t numTrees = NumTrees ( ) ;
i n t v i s i t s ;
System . o u t . p r i n t ( i d + " " + x0 + " " + y0 ) ;
System . o u t . p r i n t (" " + stepD + " " + pathD + " " + maxD) ;
360 System . o u t . p r i n t (" " + numTrees + " " + a t e / ∗ a r e a ∗ / ) ;
f o r ( i n t i = E m i t t e r s . s i z e ( ) − 1 ; i >=0; −− i ) {
79
v i s i t s = ( i n t ) Math . round ( Math . l o g ( P o l l e n . g e t ( i ) / 2 0 ) / Math .
l o g ( 0 . 7 5 ) ) ;
System . o u t . p r i n t (" " + E m i t t e r s . g e t ( i ) + " " + v i s i t s ) ;
365 }
f o r ( i n t i = E m i t t e r s . s i z e ( ) ; i <20; ++ i ) {
System . o u t . p r i n t (" -1 -1" ) ;
}
370
System . o u t . p r i n t l n ( ) ;
}
375 pub l i c vo id draw ( SimGraphics g ) {
g . drawFas tRoundRect ( Co lo r . b l a c k ) ;
}
}
D.5 Emitter.java
1 package p o l l e n ;
import j a v a . awt . Co lo r ;
import j a v a . u t i l . A r r a y L i s t ;
6 / / i m p o r t c e r n . j e t . r a n d o m . U n i f o r m ;
/ / i m p o r t u c h i c a g o . s r c . s i m . u t i l . R a n d o m ;
import u c h i c a g o . s r c . sim . g u i . Drawable ;
import u c h i c a g o . s r c . sim . g u i . S imGraphics ;
11 pub l i c c l a s s E m i t t e r implements Drawable {
pr i v a t e Space s p a c e ;
pr i v a t e f l o a t x , y ;
16 pr i v a t e i n t i d ;
pr i v a t e i n t f l o w e r s = 1000 ;
pr i v a t e f l o a t a =0 .2 f ;
pr i v a t e f l o a t r =0 .75 f ;
pr i v a t e i n t n =0;
21
pr i v a t e A r r a y L i s t < I n t e g e r > Seed = new A r r a y L i s t < I n t e g e r > ( ) ;
pr i v a t e A r r a y L i s t < I n t e g e r > mothe r s = new A r r a y L i s t < I n t e g e r > ( ) ;
/ ∗ ∗
80
26 ∗ C r e a t e s t h i s E m i t t e r w i t h t h e s p e c i f i e d c o o r d i n a t e s a n d
s p a c e .
∗ /
pub l i c E m i t t e r ( f l o a t x , f l o a t y , i n t id , f l o a t a , f l o a t r , i n t
f l o w e r s , Space s p a c e ) {
t h i s . s p a c e = s p a c e ;
t h i s . x = x ;
31 t h i s . y = y ;
t h i s . i d = i d ;
t h i s . f l o w e r s = f l o w e r s ;
t h i s . a = a ;
t h i s . r = r ;
36 }
pub l i c boolean e q u a l ( O b j e c t o b j ) {
i f ( o b j i n s t a n c e o f E m i t t e r ) {
E m i t t e r e m i t t e r = ( E m i t t e r ) o b j ;
41 re turn ( e m i t t e r . g e t x ( ) == t h i s . g e t x ( ) && e m i t t e r . g e t y ( ) ==
t h i s . g e t y ( )
&& e m i t t e r . ID ( ) == t h i s . ID ( ) ) ;
}
e l s e {
re turn f a l s e ;
46 }
}
/ / D r a w a b l e i n t e r f a c e
pub l i c i n t getX ( ) {
51 re turn ( i n t ) x ;
}
pub l i c i n t getY ( ) {
re turn ( i n t ) y ;
56 }
pub l i c f l o a t g e t x ( ) {
re turn x ;
}
61
pub l i c f l o a t g e t y ( ) {
re turn y ;
}
66 pub l i c f l o a t P o l l e n ( ) {
n ++; / / i t e r a t e t h e n u m b e r o f t i m e s a b e e h a s g o t t e n p o l l e n
81
f l o a t p o l l e n = ( f l o a t ) ( a ∗ Math . pow ( r , n ) ∗ f l o w e r s ) ;
71 re turn p o l l e n ;
}
pub l i c vo id P o l l i n a t e ( i n t f a t h e r ) {
i f ( f a t h e r != i d ) {
76 Seed . add ( f a t h e r ) ;
s p a c e . g e t E m i t t e r ( f a t h e r ) . mother ( i d ) ;
}
}
81 pub l i c i n t ID ( ) {
re turn i d ;
}
pub l i c vo id setXY ( f l o a t x , f l o a t y ) {
86 t h i s . x = x ;
t h i s . y = y ;
}
pub l i c vo id draw ( SimGraphics g ) {
91 g . drawFas tRoundRect ( Co lo r . g r e e n ) ;
}
pub l i c A r r a y L i s t < I n t e g e r > Seeds ( ) {
re turn Seed ;
96 }
pub l i c vo id mother ( i n t mother ) {
boolean f l a g = f a l s e ;
/ / i f ( m o t h e r s . s i z e ( ) = = 0 ) { m o t h e r s . a d d ( m o t h e r ) ; }
101 / / c h e c k i f m o t h e r i s i n l i s t o f m o t h e r s
f o r ( i n t i =0 ; i < mothe r s . s i z e ( ) ; i ++) {
i f ( mo the r s . g e t ( i ) == mother ) { / / f o u n d i t
f l a g = t rue ;
break ;
106 }
}
/ / i f m o t h e r i s n o t i n l i s t a d d i t
i f ( ! f l a g ) { mothe r s . add ( mother ) ; }
}
111
82
pub l i c i n t numMothers ( ) { / / t h i s r e t u r n s n u m b e r o f m o t h e r s i n
t h e f i r s t 2 5 e m i t t e r s
i n t num = 0 ;
/ / c y c l e t h r o u g h m o t h e r s a n d o n l y c o u n t o n e s w i t h i n f i r s t 2 5
e m i t t e r s
116 f o r ( i n t i =0 ; i < mothe r s . s i z e ( ) ; ++ i ) {
i f ( mo the r s . g e t ( i ) < 25) {
num++;
}
}
121
re turn num ;
}
pub l i c A r r a y L i s t < I n t e g e r > g e t M o t h e r s ( ) {
126 re turn mothe r s ;
}
}
