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1. Introducción
1.1 Resumen
Hoy en día la industria enológica pone a disposición de los consumidores una vasta 
gama de productos. Existen todo tipo de vinos que se distinguen y destacan por sus 
características  peculiares  tales  como  su  sabor,  color,  textura…  El  proceso  de 
fermentación, el de maduración, la casta de uva usada y otros muchos factores influyen 
en el producto final. Como resultado, obtenemos una amplia variedad de vinos de todo 
tipo, con características y peculiaridades que hacen único este brebaje milenario, tan 
arraigado en nuestra cultura.
Dicha diversidad de vinos nos da la oportunidad de catar y descubrir todo tipo de 
sabores, y aunque resulta una bendición para los soumiller profesionales, esta inmensa 
variedad puede confundir al consumidor corriente, que no tiene grandes conocimientos 
en la cata y distinción de vinos. 
Ahí es donde WineApp entra en juego. Si bien los gustos de cada persona son variados 
y únicos, WineApp pretende facilitar el proceso de elección de un vino por parte del 
consumidor de a pie, proporcionándole al usuario información básica sobre un vino en 
concreto.  WineApp  cuenta  con  una  extensa  base  de  datos  compuesta  por  más  de 
13.000 vinos - de distintos tipos, bodegas, regiones y cosechas - en la que sus usuarios 
podrán encontrar y visualizar prácticamente cualquier vino que deseen consultar.
1.2 Summary
Nowdays  the  winemaking  industry  provides  a  wide  range  of  products  to  the 
consumers.  There  are  all  kinds  of  wines  that  stand  out  because  of  their  unique 
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characteristics such as flavor, color or texture. Fermentation, the ripening process or 
the grape variety used are few factors that have a direct influence to the final product 
got by the winemakers. As a result, we obtain a large variety of all kinds of wines, with 
characteristics and peculiarities that make unique this millenarian brew, so ingrained in 
the spanish culture.
This  diversity  offers  us  the  opportunity  to  taste  and  discover  all  kinds  of  flavors. 
Although it might be seen as a blessing for professional tasters, this great variety can 
lead  the  common  consumers  into  confusion  since  they  may  not  have  enough 
knowledge in wine tasting.
That's when WineApp comes into play. Although the taste of each person is unique, 
WineApp aims to ease the wine choosing process, providing the common consumer 
with  basic  information about  the  wine it’s  looking for.  WineApp has  an extensive 
database made up by more than 13,000 wines - of different types, wineries, regions 
and harvests - in which its users can find and view almost any wine they wish to look 
up.
1.3 Objetivos
El presente documento es la memoria del Trabajo de Fin de Grado consistente en el 
análisis, diseño e implementación de una aplicación móvil, bajo la plataforma iOS, 
que pretende reunir información básica que resulte útil  a sus usuarios a la hora de 
elegir un vino para su consumición.
El  objetivo de este  trabajo es  el  de realizar  un análisis  sobre el  desarrollo de una 
aplicación en una plataforma móvil como es el sistema operativo iOS de Apple. El 
trabajo se centrará en el uso de los correctos patrones de diseño a la hora de programar 
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una aplicación móvil, teniendo en cuenta las ventajas e inconvenientes del desarrollo 
en dicho entorno.
Para desarrollar una aplicación que resulte realmente útil a los aficionados del vino, es 
necesario  tener  en  cuenta  cuáles  son  sus  necesidades,  así  como  los  factores  que 
resultan  decisivos  a  la  hora  de  escoger  un  vino.  Tanto  si  el  usuario  es  un  gran 
conocedor del mundo enológico como si es un consumidor casual, el objetivo al que 
apunta WineApp es el de facilitar la elección de un vino adecuado para el usuario, sin 
importar los conocimientos de los que éste disponga.
Para ello es necesario contar con una extensa base de datos en la que los usuarios 
puedan encontrar el vino que desean consultar.  Dado que existen grandes bases de 
datos de vinos, pero ninguna de ellas pone a disposición de los desarrolladores una 
API,  es  necesario  obtener  obtener  esta  información  mediante  técnicas  de  Web 
Scraping,  consistentes  en  la  extracción  de  información  de  la  web  de  manera 
automática.  En este  caso,  la  fuente  de la  información será  la  base de datos  de El 
Mundo: elmundovino.elmundo.es
Dicho servicio se ofrecerá al usuario a través de una aplicación móvil desarrollada 
para la plataforma iOS 10. Los usuarios podrán acceder a una base de datos compuesta 
por más de 13.000 vinos clasificados por su tipo, ya sea tinto, blanco o rosados (otros). 
Los usuarios podrán consultar los vinos disponibles desde la aplicación. 
El usuario podrá elegir entre los tres tipos principales de vino que desea visualizar 
desde el menú principal. Los vinos se presentarán al usuario en una tabla, ordenados 
alfabéticamente,  pudiendo  ser  filtrados  por  nombre,  bodega,  casta  de  uva  y  otros 
parámetros desde un cuadro de búsqueda. Así mismo, se le sugerirá al usuario un vino 
aleatorio cada vez que acceda al menú principal, para aquellos usuarios que deseen 
descubrir nuevos sabores, no sólo consultar algún vino.
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Con todo,  se espera que el  desarrollo de esta aplicación sea útil  no sólo como un 
trabajo  en  el  ámbito  académico  en  forma  de  estudio  sobre  el  desarrollo  de  una 
aplicación  móvil  en  iOS,  sino  que  también  resulte  de  utilidad  para  aquellos 
consumidores que tienen dudas a la hora de escoger un vino, ya sea en el canal de 
venta más común como los  supermercados,  así  como en restaurantes  o incluso en 
compras a través de internet.
1.4 Contextualización
1.4.1 Introducción
Tras realizar un estudio sobre el comportamiento de los consumidores de vino, sus 
preferencias, los conocimientos que tiene el consumidor medio, la información de la 
que disponen y los factores que llevan a consumir un tipo de vino determinado, se ha 
tratado de diseñar una aplicación que facilite la - en ocasiones - difícil tarea de escoger 
un vino entre los miles disponibles en el mercado.
Para ello se han tenido en cuenta datos relevantes como la edad media del consumidor, 
el porcentaje de consumidores de vino en España, la capacidad de distinción de entre 
distintos tipos de vino así como la  predisposición del consumidor a elegir un vino 
desconocido.
1.4.2 Industria enológica y mercado del vino
La industria enológica es una de las más relevantes en España, no sólo desde el punto 
de vista económico sino también desde aquel social y cultural. El vino es sin duda una 
de las bebidas preferidas a la hora de acompañar cualquier comida y resulta ser un 
elemento con gran capacidad de socialización.
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A groso modo podemos dividir los vinos en aquellos con Denominación de Origen 
Protegida, como son las conocidas Ribera del Duero o Rioja, vinos con Indicación 
Geográfica Protegida y vinos de mesa. En España, los vinos sin Denominación de 
Origen son los más consumidos, elegidos por el 67% de los consumidores. Además, el 
88% de los consumidores declaran consumir vino tinto, siendo éste el preferido por la 
mayoría de españoles.
España  es  uno  de  los  principales  productores  de  vino  del  mundo  junto  a  Italia  y 
Francia.  En  el  2014  España  encabezó  e  ranking  mundial  de  producción  de  vino, 
representando 15% de la producción mundial. Como resultado, el gasto per capita en 
vino de los españoles es hasta cuatro veces mayor que el de la media mundial.
La mayor parte del consumo en nuestro país se corresponde con las ventas en los 
supermercados, seguidas de las realizadas restauración y de las ventas online y en las 
propias bodegas.
1.5 Estadísticas
Las estadísticas  reflejan que España es  uno de  los  países  en  los  que más  vino se 
consume por la población. Esto se debe a que dicha bebida está muy anclada en la 
cultura española y es común encontrarla prácticamente en cualquier entorno familiar. A 
continuación se plasman algunos datos relevantes sobre el consumo de vino por parte 
de los españoles y el comportamiento del consumidor común en España.
A continuación  se  plasman  algunos  datos  relevantes  para  para  WineApp  sobre  el 
consumo de vino en España o el comportamiento de los consumidores de vino.
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1.5.1 Consumo del vino en España
Según las estadísticas, el consumo del vino ha ido en aumento en los últimos años, 
tanto que casi el 30% (Gráfico I) de los españoles confesaron haber consumido vino 
cada semana durante el 2016. Si se va más allá, se puede observar que el 2016 es el 
primer año en el que se experimentó una subida del consumo de este producto, con una 
tasa de aumento de más de un 8%. Centrándose en el panorama internacional, España 
es el séptimo mayor consumidor mundial de vino.
Gráfico I. Consumidores habituales de vino en España. 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1.5.2 Estudio del consumidor común de vino en España
A pesar de ser uno de los países que más vino consumen anualmente, según un estudio 
realizado por Observatorio Español del Mercado del Vino  (OEMV) el consumidor 
español común confiesa no tener conocimientos avanzados enológicos.
Tan sólo un 15% de los encuestados se consideran grandes conocedores del mundo del 
vino, el 67% manifiesta no verse capaz de aconsejar a sus amigos en el consumo del 
vino y un 42% de los consumidores confiesa no sentirse cómodo eligiendo vinos, por 
lo que suele delegar esta tarea en alguien que tenga más conocimientos (Gráfico II).
Asimismo,  el  68%  de  los  participantes  en  el  estudio  declararon  guiarse  por  la 
información  de  las  etiquetas,  como el  origen,  la  marca  y  en  el  tipo  de  vino.  Sin 
embargo,  esto  no  impide  que  el  69%  de  consumidores  estén  dispuestos  a  probar 
nuevos vinos, aunque el 64% confiesa no querer arriesgarse a la hora de consumirlo en 
restaurantes (Gráfico II).
Gráfico II. Perfil del consumidor común de vino en España.
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1.5.3 Nicho de usuarios potenciales
En base al mismo estudio realizado por Observatorio Español del Mercado del Vino 
(OEMV), en España se estima que hay alrededor de 22.454.740 consumidores de 
vino de los cuales, 17.926.393 se declaran consumidores habituales (consumen vino 
cada semana).
Gráfico III. Relación entre consumidores habituales, casuales y no consumidores.
Si  se  toma  en  consideración  que  un  42%  de  estos  consumidores  (tanto  aquellos 
habituales como los que no) admiten no sentirse cómodos a la hora de elegir un vino, 
ya sea en un supermercado o en un restaurante, se llega a la conclusión de que existe 
un nicho de 9.430.990 usuarios potenciales de WineApp en España.
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Basándonos  en  estas  estadísticas,  dado que  la  mayoría  de  consumidores  tienen en 
cuenta la información de la etiqueta - tal y como se refleja en el Gráfico 2 - el origen, 
la marca, la casta de uva y en el tipo de vino resultan ser información fundamental 
para el consumidor a la hora de decantarse por un vino concreto. 
Siendo que más del 65%  de consumidores toman en cuenta estos datos,  WineApp 
ofrece un rápido acceso a  dicha información y otros datos que pueden resultar  de 
interés a sus usuarios con el fin de facilitar el proceso de elección de vinos. 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2. Sistema operativo iOS
iOS es el sistema operativo móvil desarrollado por la multinacional 
Apple  Inc.  Inicialmente  fue  desarrollado  exclusivamente  para  la 
primera versión de iPhone que  se lanzó al mercado en 2007 bajo el 
nombre de iPhone OS. Este sistema operativo estaba basado en el ya 
existente OS X usado en los ordenadores Mac, también desarrollado por Apple.
2.1 De iPhoneOS a iOS
El lanzamiento del primer iPhone, junto al iPhone OS, supuso un antes y un después 
en  la  industria  telefónica  puesto  que  no  necesitaba  más  teclas  físicas  que  las  del 
volumen, encendido, bloqueo y un único botón llamado “Home”, toda la interacción 
entre el usuario y el teléfono se realizaba mediante una interfaz táctil.
Imagen I. Comparativa entre iPhoneOS 1.0 e iOS 11 (próximo lanzamiento 2017).
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Tras poner a disposición de los consumidores nuevos dispositivos que utilizaban el 
mismo sistema operativo - como el iPod touch y el iPad - en 2010, durante el 
lanzamiento de su cuarta versión, el SO pasó a ser renombrado con el nombre con el 
que se le conoce hoy en día, iOS, generalizando así su uso no sólo en iPhone sino en 
más dispositivos de la empresa.
A diferencia  de  otros  sistemas  operativos  móviles  como  Android  o  Windows  10 
Mobile, el uso de iOS no está soportado en hardware de terceros, esto implica que sólo 
los dispositivos desarrollados por Apple pueden correr bajo este sistema operativo. 
Esto supone una ventaja a la hora de evitar la fragmentación entre dispositivos a causa 
de no soportar la versión mas reciente del sistema operativo, un problema frecuente en 
plataformas  con  un  gran  número  de  dispositivos  como Android,  facilitando  así  el 
desarrollo y mantenimiento de aplicaciones en el ecosistema de Apple.
2.2 App Store
Las aplicaciones desarrolladas para la plataforma iOS se distribuyen 
a  través  de  la  tienda  oficial  de  aplicaciones  App  Store,  bajo  el 
nombre de Apps, similar a otras tiendas en otros sistemas operativos 
en las que se distribuye el software de manera oficial. Entre las Apps 
disponibles en la App Store se pueden encontrar tanto aplicaciones desarrolladas por 
Apple como por terceros. 
Para poder optar a distribuir una aplicación a través de la App Store,  es necesario 
contar con una cuenta de desarrollador de Apple. Una vez dado de alta en el programa 
de iOS Developers, se puede comenzar el desarrollo de aplicaciones para la plataforma 
iOS mediante el entorno Xcode. El desarrollo en dispositivos de Apple es gratuito, si 
bien darse de alta en el programa de iOS Developers tiene un coste anual de 99$. 
Asimismo, si la aplicación es distribuida de forma no gratuita, Apple se quedará con 
un 30% de los beneficios obtenidos.
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Imagen II. Captura de pantalla de la App Store en iOS 11.
Las aplicaciones desarrolladas por terceros deben pasar un riguroso filtro impuesto 
por Apple antes de ser publicadas en la App Store, de esta forma se pretende asegurar 
un mínimo de calidad en el software distribuido por éste medio. En la actualidad, la 
App  Store  cuenta  con  más  de  2.2  millones  de  aplicaciones  disponibles  para  los 
usuarios.
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3. Entorno de desarrollo en iOS
El  desarrollo  de  aplicaciones  en  iOS se  realiza  a  través  del  entorno  de  desarrollo 
integrado  Xcode,  disponible  únicamente  bajo  la  plataforma  MacOS.  A través  de 
Xcode se pueden desarrollar aplicaciones para MacOS, iOS, watchOS y tvOS.
El desarrollo de estas aplicaciones suele realizarse los lenguajes Objective-C y Swift, 
si  bien  el  entorno  de  desarrollo  incluye  compiladores  para  otros  lenguajes  de 
programación como C o C++.
3.1 Xcode
Xcode es un entorno de desarrollo integrado (de las siglas en 
inglés IDE) desarrollado por Apple para OS X y distribuido de 
forma gratuita a través de la Mac App Store. Está compuesto 
por  una  suite  de  aplicaciones  y  herramientas  orientadas  al 
desarrollo  de  software  en  las  plataformas  ya  mencionadas, 
entre ellas iOS.
Xcode  fue  lanzado  por  primera  vez  en  2003,  siendo  el  sucesor  oficial  de  Project 
Builder, un IDE desarrollado originalmente por NeXT Computer, compañía que más 
tarde fue adquirida por Apple.
En la actualidad Xcode se encuentra en la versión 8 y cuenta con una colección de 
compiladores de código en C, C++, Swift, Objective-C, Java y AppleScript.
En  lo  referente  al  desarrollo  de  aplicaciones  para  iOS,  Xcode  ofrece  a  los 
desarrolladores una gran cantidad de herramientas de utilidad. Entre ellas, el entorno 
integra un simulador de iOS para desarrollar las aplicaciones sin necesidad disponer 
de un terminal físico. 
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Imagen III. Herramienta de simulación de un iPhone 7 integrada en Xcode.
Asimismo,  se  ofrece  a  los  desarrolladores  una  herramienta  gráfica  para  la 
maquetación de interfaces, conocidas como Storyboards. Mediante esta herramienta 
el  diseño  de  interfaces  completas  puede  ser  realizada  fácilmente.  Xcode  pone  a 
disposición de los desarrolladores la posibilidad de poder crear interfaces arrastrando 
elementos  sobre  una vista  concreta,  de  esta  forma colocar  un cuadro de  texto,  un 
botón, una imagen e incluso un mapa resultan ser tareas muy sencillas. Del mismo 
modo, para los desarrolladores más experimentados existe también la posibilidad de 
diseñar interfaces gráficas más complejas codificándolas.
El  desarrollo  de  aplicaciones  en  el  ecosistema  de  Apple  suele  realizarse  en  los 
lenguajes Objective-C o Swift, ambos propiedad de Apple. Para ello, Xcode ofrece un 
potente editor de código  integrado que facilita la tarea de programar gracias a las 
funciones  de  refactorización  de  código,  estructurado  automático  de  las  lineas  de 
código, sugerencias de corrección al usuario en caso de errores o warnings, posibilidad 
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de  visualizar  ficheros  de  código simultáneamente,  autocompletado de  código entre 
otras muchas características.
Imagen IV. Interfaz de Xcode 8 para el desarrollo de interfaces gráficas en iOS.
Xcode ofrece también soporte nativo para diferentes controladores de versiones. Un 
controlador de versiones se encarga de gestionar los cambios que se realizan sobre los 
elementos de un proyecto. Una versión (o revisión) se define como el estado en el que 
se encuentra un proyecto en un momento dado de su desarrollo.
Concretamente,  para  este  proyecto  se  ha  usado  el  controlador  de  versiones  Git. 
Github es una plataforma que permite realizar un control de versiones desde la nube, 
almacenando  los  cambios  en  un  servidor  y  pudiéndolos  recuperar  desde  él.  Más 
adelante se hablará de los controladores de versiones y de Github en profundidad. 
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En la siguiente imagen se puede observar la integración de Xcode con el controlador 
de versiones Github:
Imagen V. Historial de versiones WineApp en Xcode.
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4 Objective-C
4.1 Historia
Objective-C  es  un lenguaje  de  programación orientado a  objetos 
creado  por  Brad  Cox  y  Tom  Love  a  principio  de  los  años  80. 
Objective-C fue  creado  como un  superconjunto  basado  en  el  ya 
popular lenguaje de programación C, dotándolo del paradigma de 
programación orientada a objetos en base al modelo de objetos de 
Smalltalk.
A finales de los 90 la compañía NeXT, que ya había sido comprada por Apple, licenció 
Objective-C y fue a partir de ese momento en el que el lenguaje comenzó a ganar en 
popularidad. El sistema operativo NeXTStep, que en 2001 pasaría a conocerse como 
Mac OS X, estaba basado precisamente en este lenguaje de programación. Es por ello 
que muchas de las clases del SDK de iOS y Mac tienen el prefijo NS.
Junto con Swift, Objective-C es el lenguaje de programación nativo que se utiliza hoy 
en día para el desarrollo de aplicaciones en el ecosistema de Apple, tanto en Mac OS X 
como en iOS.
Imagen VI. Ejemplo de sintaxis en Objective-C.
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4.2 Propiedades
Tras la adquisición de NeXT, Apple desarrolló varias herramientas para optimizar el 
uso de  Objective-C por  parte  de  los  desarrolladores,  adaptándose así  a  las  nuevas 
necesidades tecnológicas de la época. Algunas de las herramientas y funcionalidades 
que implementó Apple fueron el entorno de Cocoa y el manejador de memoria ARC.
4.2.1 Cocoa
Cocoa  y  Cocoa  Touch  son  los  entornos  de  desarrollo  usados  en  OS  X  e  iOS 
respectivamente. Tanto Cocoa como Cocoa Touch están formados por los frameworks 
de Foundation  y AppKit  (Mac OS X) e UIKit  (iOS). El framework de Cocoa se 
encarga,  entre  otras  tareas,  de  implementar  la  clase  NSObject  -  que  define  el 
comportamiento de los objetos en Objective-C y Swift - al igual que de proveer dichos 
lenguajes  de  estructuras  de  datos  básicas  y  de  clases  que  representan  los  tipos 
primitivos.
Foundation un framework diseñado para facilitar el manejo de estructuras de datos 
básicas  tales  como  las  colecciones,  strings  o  fechas  entre  otros.  El  uso  de  dicho 
framework es habitual en proyectos desarrollados para las plataformas OS X e iOS.
AppKit  y UIKit  contienen todos los objetos necesarios para poder implementar la 
interfaz  de  usuario  de  una  aplicación  para  Mac  OS  X  e  iOS  (pantallas,  paneles, 
botones,  scrollers…).  Son  los  encargado  de  manejar  de  forma  eficiente  todos  los 
detalles  relacionados  con  la  interfaz  gráfica,  realizando  de  intermediario  entre  el 
hardware y el buffer de la pantalla. El framework de AppKit y UIKit también provee a 
los desarrolladores de una API que permite dar accesibilidad a los proyectos que lo 
implementan, de forma que los usuarios con discapacidades puedan hacer uso de la 
aplicación desarrollada. 
 18
WineApp 
Aplicación de consulta y valoración de vinos
4.2.2 ARC
ARC,  de  sus  siglas  en  inglés  Automatic  Reference  Counting,  es  un  manejador  de 
memoria  que libera  a  los  programadores  de  tener  que estar  pendientes  de  realizar 
tareas de monitorización de la memoria usada durante la ejecución de un programa.
A diferencia de otros lenguajes de programación, como Java, ARC no es un recolector 
de basura. ARC controla el número de referencias (también conocidas como punteros) 
a  direcciones  de  memoria,  siendo  capaz  de  hacer  una  liberación  del  espacio   en 
memoria automáticamente, sin necesidad de hacer releases manualmente por código. 
En otras palabras, al crear un objeto, este se aloja en memoria y es apuntado por una 
referencia,  cuando  dicha  referencia  deja  de  existir,  el  espacio  de  memoria  no  es 
apuntado por nadie, por lo tanto ARC lo borra liberando espacio en memoria.
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5. Swift
5.1 Historia
Swift  es  un  lenguaje  de  programación  de  código  abierto 
multiparadigma, desarrollado por Apple, que fue presentado por 
primera vez en 2014. Swift fue ideado con la intención de resultar 
ser un un lenguaje de desarrollo rápido, conciso y seguro. Es el 
lenguaje que, a largo plazo, pretende sustituir a Objective-C en el 
desarrollo de aplicaciones en el ecosistema de Apple. Además de permitir el desarrollo 
en  las  plataformas  de  Apple,  también se  puede desarrollar  software  en  Swift  para 
Linux.
Al igual que Objective-C, está diseñado para ser integrado con los frameworks de 
Cocoa  (Mac  OS  X)  y  Cocoa  Touch  (iOS).  Asimismo,  es  retrocompatible  con 
Objective-C  por  lo  que  puede  hacer  uso  de  cualquier  biblioteca  programada  en 
Objective-C y realizar llamadas a funciones de C. Si se cumplen ciertas condiciones, 
también  es  posible  programar  código  en  Swift  en  un  proyecto  desarrollado  en 
Objective-C. A diferencia de Objective-C, que también utiliza el compilador GCC, 
Swift  hace uso del compilador LLVM únicamente, que se incluye en Xcode desde la 
versión 4.
Desde su lanzamiento en 2014, Swift ha recibido actualizaciones de forma periódica 
por parte de Apple. En 2015 se publicó la versión 2.0 de Swift y en 2016 fue lanzada la 
versión 3.0. Dichas actualizaciones incluyen mejoras y optimizaciones en el lenguaje 
así como algunos cambios en su sintaxis.
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Imagen VII. Ejemplo de sintaxis en Swift 3.0.
5.2 Propiedades
Apple lanzó Swift con la intención de ofrecer a los programadores un lenguaje mucho 
más sencillo, fácil, rápido de programar y amigable que Objetive-C, facilitando así el 
desarrollo de aplicaciones para las plataformas de Apple.
En  general,  la  sintaxis  de  Swift  es  mucho  más  sencilla  de  aprender  que  la  de 
Objective-C, pues está inspirada en lenguajes de programación modernos tales como 
C++, JavaScript, C#, Java o Go, dejando atrás la sintaxis basada en C, así como la 
introducida en la creación de Objective-C. Al igual que en otros lenguajes modernos, 
no existe el uso de punteros y tiene un gestor de memoria integrado (ARC), lo que 
simplifica mucho el uso de dicho lenguaje por parte de los desarrolladores.
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5.2.1 Multiparadigma
A diferencia de de Objective-C, que es un lenguaje estrictamente orientado a objetos, 
Swift es bastante más flexible en cuanto a los posibles estilos de programación que 
permite  usar  a  los  desarrolladores.  Swift  puede  ser  definido  como  un  lenguaje 
multiparadigma, esto significa que soporta más de un paradigma de programación, en 
otras  palabras,  se  pueden  desarrollar  programas  usando  más  de  un  estilo  de 
programación.
Si definimos un paradigma de programación como un enfoque concreto o una filosofía 
para resolver un problema, podemos diferenciar unos y otros en los conceptos y la 
forma de abstraer  los  elementos  implicados en la  solución de dicho problema,  así 
como en los pasos que componen su solución.
El objetivo de que Swift sea un lenguaje multiparadigma es dar la posibilidad a los 
desarrolladores  de  utilizar  el  mejor  paradigma  para  cada  trabajo,  asumiendo  que 
ningún  paradigma resuelve  todos  los  problemas  de  la  forma más  fácil  y  eficiente 
posible.
Concretamente en Swift se encuentran varios paradigmas de programación como el 
orientado a  protocolos  (protocol-oriented),  orientado a  objetos  (object-oriented), 
programación  funcional  (functional  programming),  programación  imperativa 
(imperative  programming)  o  estructura  en  bloques  de  código  (block-structured). 
Todos  estos  paradigmas  hacen  de  Swift  un  lenguaje  muy  flexible  y  apto  para 
desarrollar todo tipo de programas.
 22
WineApp 
Aplicación de consulta y valoración de vinos
5.2.2 Cocoa y ARC
Al  igual  que  Objective-C,  Swift  incorpora  el  manejador  de  memoria  Automatic 
Reference  Counting  y  el  entorno  de  trabajo  Cocoa,  compuesto  por  Foundation  y 
AppKit y UIKit. Esto le concede las mismas posibilidades desarrollo en las plataformas 
nativas de Apple que tenía Objective-C.
Gráfico IV. Capas de software en iOS.
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6. Objective-C VS Swift
En Junio de 2014 Apple lanzó su nuevo lenguaje de programación Swift, añadiendo así 
a  su  lista  un  lenguaje  más  en  los  que  se  puede  desarrollar  software  para  sus 
plataformas. La finalidad de crear un nuevo lenguaje de programación fue la de poder 
ofrecer un lenguaje moderno, adaptado a las nuevas tecnologías y necesidades para 
solucionar algunas carencias del ya veterano Objective-C.
6.1 Estadísticas
A pesar de su corta edad, Swift es uno de los lenguajes que mejor ha sido recibido por 
parte de la comunidad de desarrolladores. Tan sólo dos mes después de su lanzamiento 
se pudo observar una gran adopción del lenguaje:
Gráfico V. Creación de nuevos repositorios en Github.
 24
WineApp 
Aplicación de consulta y valoración de vinos
Hoy en día Swift es un lenguaje popular entre los nuevos desarrolladores que desean 
iniciarse en el desarrollo de iOS dada su sencilla sintaxis y flexibilidad, no obstante 
las estadísticas de uso muestran que sigue estando por detrás de su hermano mayor, 
Objective-C.
Objective-C sigue siendo el lenguaje más usado para desarrollar aplicaciones en iOS 
dado que muchos de los proyectos ya existentes fueron desarrollados en dicho lenguaje 
y su código no ha sido pasado a Swift. Sin embargo, la tendencia de uso de Swift va a 
la creciente y la intención de Apple es que en el futuro éste sea su principal lenguaje.
Gráfico VI. Uso de los lenguajes de programación en 2017 según PYPL Index.
PUESTO LENGUAJE USO TENDENCIA
1 Java 22,6 % -1,3 %
2 Python 14,7 % +2,8%
3 PHP 9,4 % -1,2 %
4 C# 8,3 % -0,3 %
5 Javascript 7,7 % +0,4%
6 C 7 % -0,2 %
7 C++ 6,9 % -0,6 %
8 Objective-C 4,2 % -0,6 %
9 R 3,4 % +0,4%
10 Swift 2,9 % +0,1%
11 Matlab 2,7 % -0,3 %
12 Ruby 2,0 % -0,2 %
13 VBA 1,5 % +0,1%
14 Visual Basic 1,5 % -0,2 %
15 Type Script 1,2 % +0,9%
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Como se puede observar en la tabla superior, Objective-C sigue siendo el lenguaje de 
Apple más usado para desarrollar aplicaciones, sin embargo, su tendencia es a la baja, 
pues en comparación con el 2016, su uso ha descendido en un 0,6%.
Todo lo contrario ocurre con Swift,  a pesar de estar dos puestos por debajo de su 
predecesor, Objective-C, la tendencia de uso de este lenguaje va en aumento, con un 
0,1%, lo cuál indica que quizá podría convertirse en el lenguaje más usado de Apple 
en unos años.
6.2 Conclusión
Con  todo,  es  normal  que  surja  la  duda  de  qué  lenguaje  utilizar  al  comenzar  el 
desarrollo  un  nuevo  proyecto,  o  si  es  necesario  conocer  ambos  lenguajes  para 
desarrollar una aplicación en iOS.
Hoy en día Objective-C es un lenguaje usado en una gran cantidad de proyectos en 
activo. A pesar de su compleja sintaxis en comparación con la de Swift, sigue siendo 
un lenguaje muy robusto y estable. Aunque la apuesta a futuro de Apple es Swift, 
Objective-C sigue siendo un lenguaje con mucho mercado y al  que aún le quedan 
muchos años de explotación.
Dicho esto, cualquier profesional que desee dedicarse al desarrollo y mantenimiento de 
aplicaciones de iOS debería conocer bien ambos lenguajes. Ésta es la razón por la que 
el proyecto WineApp está desarrollado en Objective-C, aunque su desarrollo podría 
haberse llevado a cabo usando Swift 3.0. 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7. Planificación del proyecto
La planificación es una de las fases más importantes en el 
desarrollo del software. En esta fase se definen todas las 
características  y  metodologías  que  se  usaran  durante  el 
desarrollo  del  proyecto.  La   fase  de  planificación  del 
proyecto fue llevada acabo las primeras semanas de Enero, 
con una duración de tres semanas de trabajo.
A partir de la tercera semana de Enero se inicia la fase de desarrollo con una duración 
de aproximadamente 5 meses y que se divide en 10 iteraciones de entre dos y tres 
semanas de extensión cada una.
El  tiempo invertido  en  cada  jornada  no  es  fijo  debido  a  obligaciones  académicas, 
laborales y personales del alumno, sin embargo el tiempo dedicado en el desarrollo del 
proyecto diariamente oscila entre 2 y 5 horas diarias de media. 
7.1 Diagrama de Gantt
Un diagrama de  Gantt  es  una  herramienta  gráfica  ampliamente  utilizada  para  la 
planificación de proyectos.  Su finalidad es  la  de exponer  el  tiempo  de  dedicación 
previsto  para  las  diferentes  tareas  o  actividades  que  componen  el  desarrollo  del 
proyecto a  lo largo de un tiempo total  determinado.  En el  desarrollo de WineApp 
también se ha realizado un diagrama de Gantt para la planificación de las tareas que 
han sido llevadas acabo a lo largo de las distintas fases del proyecto. 
En las siguientes páginas se expone un diagrama de Gantt  en el  que se plasma la 
planificación del  proyecto así  como las fases que se han ido realizando durante el 
desarrollo de este:  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Gráfico VII. Diagrama de Gantt del proyecto WineApp. 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7.2 Fase de planificación
Como se puede observar en el diagrama, existen dos fases bien diferenciadas en el 
desarrollo del proyecto, la primera de ellas es la fase de planificación. Aunque ésta 
fase sea sensiblemente más breve en el tiempo que la fase de desarrollo, es la fase más 
importante del proyecto.
En esta fase se definen puntos tan importantes como los requisitos de la aplicación o 
los  distintos  diagramas  de  ingeniería  del  software  que  indicarán  cómo  debe  ser 
desarrollado el proyecto en las siguientes fases.
7.2.1 Análisis de requisitos
Tras el análisis previo del proyecto, en el que se analiza la viabilidad de éste y se 
estudia  el  comportamiento  de  los  usuarios  potenciales  (el  resultado  estos  estudios 
detallan  en  el  capítulo  1  de  esta  memoria),  es  necesario  realizar  un  análisis  de 
requisitos con las conclusiones obtenidas.
Los requisitos de una aplicación puedes ser divididos en dos tipos. Por un lado se 
encuentran  los  requisitos  funcionales,  aquellos  que  proveen  la  aplicación  de 
funcionalidades útiles para el usuario. Por otro lado se encuentran los requisitos no 
funcionales, que aportan a la aplicación características y restricciones generales para 
asegurar un producto final de calidad.
Los  requisitos  en  este  caso  son  agrupados  en  una  tabla  en  la  que  se  indica  su 
descripción (qué funciones debe realizar el requisito o qué condiciones debe cumplir) 
y se les da una prioridad que refleja la fase en la que estos deben ser añadidos y la 
importancia de que dichos requisitos se encuentren implementados en la versión final 
de la aplicación. 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Tras un análisis previo se definen los siguientes requisitos funcionales para WineApp. 
Cada  entrada  en  la  tabla  tiene  un  ID  propio  que  la  identifica  frente  al  resto  de 
requisitos,  una  breve  descripción,  así  como  la  prioridad  de  implementación, 
expresada en un entero entre 1 y 5, de menor a mayor importancia:
Gráfico VIII. Tabla de requisitos funcionales de WineApp.
ID Descripción Prioridad
Req_Func_1 La aplicación debe ofrecer información útil sobre un vino a los usuarios 
(nombre, bodega, región, tipo de uva, descripción, puntuación…)
5
Req_Func_2 La aplicación debe permitir a los usuarios filtrar los vinos por su tipo 
(Tinto, Blanco, Otros)
4
Req_Func_3 La aplicación debe permitir a los usuarios buscar un vino por su 
nombre o bodega
5
Req_Func_4 La aplicación debe ofrecer una valoración realizada por expertos de 
cada vino a los usuarios
3
Req_Func_5 La aplicación debe ofrecer una extensa base de datos de vinos 4
Req_Func_6 La aplicación debe permitir a los usuarios visitar una página web en la 
que obtener información adicional sobre un vino
2
Req_Func_7 La aplicación debe mostrar los vinos en un orden dado (por ejemplo 
alfabéticamente)
1
Req_Func_8 La aplicación debe tener una interfaz adaptable al dispositivo en el que 
está siendo visualizada
3
Req_Func_9 La aplicación debe estar disponible para su uso tanto en iPhone como 
en iPad
4
Req_Func_10 La aplicación debe ofrecer una interfaz que permita una rápida 
navegación entre el contenido disponible al usuario 
3
Req_Func_11 La carga de los vinos y sus elementos debe ser rápida, con un tiempo 
de carga de aplicación igual o inferior a los 5 segundos.
2
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De  la  misma  forma,  tras  un  análisis  previo,  se  definen  también  los  requisitos  no 
funcionales o requisitos de calidad de WineApp. Al igual que en el caso anterior cada 
entrada de la tabla refleja un requisito no funcional, con su identificador, descripción y 
prioridad frente a otros requisitos:
Gráfico IX. Tabla de requisitos de calidad de WineApp.
7.2.2 Casos de uso
Los  casos  de  uso  son  un  diagrama  utilizado  comúnmente  en  la  planificación  del 
desarrollo de software. Cada escenario representa una funcionalidad que la aplicación 
otorga a los usuarios. En cada escenario el usuario puede realizar una o más acciones 
con las que interactúa con el software principal u otros componentes de este. En el 
caso de WineApp se han diseñado 5 escenarios distintos divididos en:
ID Descripción Prioridad
Req_Cal_1 La aplicación debe contar con una interfaz de usuario fácil de utilizar e 
intuitiva
3
Req_Cal_2 La aplicación debe ser implementada mediante código de calidad, 
siguiendo las buenas prácticas del desarrollo de aplicaciones móviles 
en iOS
5
Req_Cal_3 La aplicación debe poder ser fácilmente mantenible a lo largo de su 
ciclo de vida
4
Req_Cal_4 La aplicación debe poder ofrecer atajos a los usuarios para acceder 
rápidamente a funcionalidades populares (véase QuickAcces vía 3D 
Touch)
2
Req_Cal_5 La aplicación debe poder ser ampliada a partir del código existente 
con facilidad (por ejemplo siguiendo un desarrollo modular)
4
Req_Cal_6 La aplicación debe ser consistente y debe tener resistencia frente a 
errores (no debe colgarse)
3
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Caso de uso 1: “El usuario accede al menú principal de WineApp”.
Gráfico X. Caso de uso del menú principal.
Caso de uso extendido:
Nombre Menú principal
Actores Usuario
Tipo Primario
Precondiciones No haber accedido a WineApp mediante 
QuickAccess
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Curso típico de eventos
Curso alternativo, punto 5
Gráfico XI. Caso de uso extendido del menú principal. 
Usuario Sistema
1. El usuario abre la aplicación WineApp
2. El sistema carga la aplicación y los vinos 
disponibles
3. El sistema presenta las opciones del menú 
principal (Tintos, Blancos, Rosados)
4. El sistema presenta un vino aleatorio al 
usuario.
5. El usuario elige una de las opciones del menú 
principal (Tintos, Blancos, Rosados)
6. El sistema carga la lista de vinos elegida por 
el usuario (véase caso de uso 2)
Usuario Sistema
5. El usuario elige visualizar el vino aleatorio 
presentado
6. El sistema carga la vista en detalle del vino 
aleatorio (véase caso de uso 4)
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Caso de uso 2: “El usuario visualiza una lista de todos los vinos de un tipo de vino”.
Gráfico XII. Caso de uso de la lista de vinos.
Caso de uso extendido:
Nombre Lista de vinos
Actores Usuario
Tipo Primario
Precondiciones 1. Haber escogido una de las tres primeras 
opciones del menú principal.
2. Haber accedido a la aplicación desde una de 
las tres opciones de QuickAccess desde el 
Springboard de iOS.
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Curso típico de eventos
Curso alternativo, punto 2
Curso alternativo, punto 2
Curso alternativo, punto 2
Usuario Sistema
1. El sistema presenta al usuario la lista de vinos 
disponibles del tipo escogido (Tinto, Blanco, 
Rosado)
2. El usuario navega entre todos los vinos 
disponibles y escoge uno de los vinos 
presentados
3. El sistema carga la vista en detalle del vino 
elegido por el usuario
Usuario Sistema
2. El usuario previsualiza un vino mediante la 
función “pick” de 3D Touch
3. El sistema muestra una previsualización del 
vino mediante la función “pick”
4. El usuario accede a la vista del vino en detalle 
mediante la función “pop” de 3D Touch
5. El sistema carga la vista en detalle del vino 
elegido por el usuario tras el “pop”
Usuario Sistema
2. El usuario busca el nombre de un vino, una 
bodega u origen en el buscador superior
3. El sistema filtra los vinos existentes según la 
entrada de texto y va mostrando sólo aquellos 
que cumplan el criterio de búsqueda del usuario
4. El usuario navega entre los vinos de la 
besqueda y escoge uno de los vinos 
presentados
5. El sistema carga la vista en detalle del vino 
elegido por el usuario
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2. El usuario toca sobre el botón atrás
3. El sistema carga nuevamente el menú 
principal (véase caso de uso 1)
Gráfico XIII. Caso de uso extendido de la lista de vinos.
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Caso de uso 3: “El usuario visualiza en detalle la ficha de un vino de la lista”.
Gráfico XIV. Caso de uso de la vista en detalle de un vino.
Caso de uso extendido:
Curso típico de eventos
Nombre Vista en detalle de un vino
Actores Usuario
Tipo Primario
Precondiciones Haber escogido un vino desde la lista de vinos.
Usuario Sistema
1. El sistema presenta al usuario la vista en 
detalle del vino elegido por el usuario
2. El usuario visualiza la información presentada 
y opcionalmente navega en la descripción del 
vino
3. El usuario toca sobre el botón “atrás”
4. El sistema carga de nuevo la lista de vinos 
(véase caso de uso 2)
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Curso alternativo, punto 2
Gráfico XV. Caso de uso extendido de la vista de un vino.
Caso de uso 4: “El usuario visualiza en detalle la ficha de un vino aleatorio”.
Gráfico XVI. Caso de uso de la vista en detalle de un vino aleatorio.
Caso de uso extendido:
Usuario Sistema
2. El usuario toca sobre el link de la bodega del 
vino
3. El sistema carga la página web 
correspondiente (véase caso de uso 5)
Nombre Vista en detalle de un vino
Actores Usuario
Tipo Primario
Precondiciones Haber escogido la opción de vino aleatorio 
desde el menú principal
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Curso típico de eventos
Curso alternativo, punto 2
Gráfico XVII. Caso de uso extendido de la vista de un vino aleatorio.
Usuario Sistema
1. El sistema presenta al usuario la vista en 
detalle del vino aleatorio
2. El usuario visualiza la información presentada 
y opcionalmente navega en la descripción del 
vino
3. El usuario toca sobre el botón “atrás”
4. El sistema carga de nuevo el menú principal 
(véase caso de uso 1)
Usuario Sistema
2. El usuario toca sobre el link de la bodega del 
vino
3. El sistema carga la página web 
correspondiente (véase caso de uso 5)
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Caso de uso 5: “El usuario visita la URL de un vino o bodega”.
Gráfico XVIII. Caso de uso de la vista en detalle de un vino aleatorio.
Caso de uso extendido:
Curso típico de eventos
Nombre Vista del navegador web
Actores Usuario
Tipo Primario
Precondiciones Haber accedido a la URL de una bodega desde 
la vista en detalle de cualquier vino
Usuario Sistema
1. El sistema carga la página web 
correspondiente
2. El usuario visualiza la información presentada 
y opcionalmente navega en la página web
3. El usuario toca sobre el botón “atrás”
4. El sistema carga de nuevo el la vista en 
detalle del vino (véase caso de uso 3)
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Curso alternativo, punto 1
Gráfico XIX. Caso de uso extendido de la vista de un vino aleatorio.
Usuario Sistema
1. El sistema no es capaz de cargar la página 
web correspondiente
2. El sistema muestra un mensaje de error al 
usuario
3. El usuario toca sobre el botón “OK” del 
mensaje de error
4. El sistema carga de nuevo el la vista en 
detalle del vino (véase caso de uso 3)
 42
WineApp 
Aplicación de consulta y valoración de vinos
7.2.3 Diagrama de clases
Gráfico XX. Diagrama de clases de WineApp.
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El diagrama de clases es una herramienta básica a la hora de realizar el modelado de 
un software. Se puede definir como una estructura estática que describe la estructura 
de un sistema mostrando sus clases. Dichas clases se componen de atributos, métodos, 
y las relaciones entre los objetos. En el diagrama superior se pueden apreciar las clases 
de las que está compuesta la aplicación de WineApp. Se puede ver que se ha utilizado 
el patrón de diseño “MVC” del que se hablará en profundidad en el siguiente tema.
La primera clase que es cargada es la del MainMenu. En dicha clase se realizan las 
tareas de carga de datos (se cargan los vinos en formato JSON) y se encuentra el menú 
principal.
La siguiente clase es WineModel, la clase que contiene el modelo de un vino. Resulta 
evidente que todas las interacciones de la aplicación pasan por la clase WineModel 
(que hereda de NSObject), siendo ésta la clase principal del proyecto. Tanto es así que 
de ella depende el funcionamiento de las demás clases.
La clase WineViewController, que contiene la clase WineModel, es la encargada de 
mostrar la vista en detalle de un vino escogido por el usuario.
La clase WineryModel, que se compone entre otros elementos de una colección de 
modelos de vino de la clase WineModel, es la encargada de clasificar y controlar todos 
los vinos de la aplicación.
La  clase  WineryTableViewController  es  la  encargada  de  mostrar  los  vinos 
correspondientes en una vista TableView de iOS (se describirán de éste y otros recursos 
de iOS en el  tema 8).  Esta clase será la  principal  clase con la  que interactuará el 
usuario.
Por último, WebViewController se encarga de la vista de la página web de un vino.
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7.3 Fase de desarrollo
Esta es la fase que más se extiende en el tiempo durante la 
planificación del proyecto. Durante esta fase se realiza todo 
el desarrollo ideado durante la fase de planificación.  La fase 
de desarrollo está compuesta de 10 iteraciones de duración 
entre de entre 2 y 3 semanas.
Cada iteración cuenta con una serie de subtareas que han de ser realizadas para poder 
llevar  acabo  el  desarrollo  del  proyecto.  Finalmente,  tras  cada  iteración,  hay  una 
jornada de revisión para asegurar que todas las mejoras y los cambios aplicados al 
proyecto son correctos.
Las subtareas que componen las iteraciones realizadas comprenden todo tipo de tareas 
de desarrollo, desde la instalación y configuración  del entorno de trabajo, hasta la 
codificación de cada componente del código o el diseño de las interfaces de usuario 
(de las que se hablará detenidamente en el capítulo 11 de este trabajo).
En el diagrama de Gantt expuesto al inicio de este capítulo se pueden observar todas 
las  subtareas  que  fueron  planificadas  y  realizadas  durante  el  desarrollo  de  este 
proyecto. La duración de cada tarea es variable, dependiendo de la carga de trabajo 
que requiera o de la complejidad de llevarla acabo satisfactoriamente. El seguimiento 
de dichas tareas durante el desarrollo fue sencilla de trazar gracias a que se utilizó un 
controlador de versiones (véase el capítulo 10 de esta memoria) para administrar los 
cambios realizados sobre el proyecto.
En el próximo capítulo se tratarán algunos aspectos de la arquitectura de WineApp. Así 
mismo, junto con esta memoria se adjuntará un CD con una copia del código fuente 
del proyecto WineApp para poder ver más en detalle la codificación de la aplicación. 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8. Arquitectura y patrones de diseño
En  la  ingeniería  de  software,  un  patrón  de  diseño  se  define  como  una  solución 
reutilizable a un problema común, en un contexto dado, durante la fase de diseño del 
software. No debe ser tomado como un diseño final que puede ser pasado directamente 
a código máquina, sino que se trata de la descripción de un modelo o de una serie de 
pasos a seguir de cómo resolver un problema que puede darse en distintas situaciones.
Los  patrones  de  diseño  comúnmente  son  “buenas  practicas”  que,  tras  ser 
formalizadas,  pueden  resultar  de  utilidad  a  los  desarrolladores  para  solventar  un 
problema recurrente a la hora de diseñar una aplicación o un sistema.
Los patrones de diseño en el desarrollo del software se popularizaron a principios de 
los años 90 a raíz de la publicación del libro “Design Patterns” en el que se describían 
23  patrones  de  uso  común.  Los  autores  del  libro  son  el  grupo  de  ingenieros 
informáticos  conocido  como  la  “Gang  of  Four”.  La  primera  conferencia  sobre 
patrones  de diseño fue llevada a  cabo ese mismo año en 1994,  desde entonces  la 
aplicación de patrones de diseño es algo común en el desarrollo del software.
8.1 Patrón Modelo - Vista - Controlador (MVC)
8.1.1 Historia
El  Modelo  -  Vista  -  Controlador  (MVC)  es  uno  de  los  patrones  de  diseño  más 
populares  para  la  implementación  de  interfaces  de  usuario  en  la  actualidad.  La 
aplicación es dividida en tres componentes interconectados entre sí, de forma que la 
representación interna de la información se encuentra separada de la forma en la que 
ésta es presentada al usuario.
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El hecho de separar estos componentes hace posible una reutilización  eficiente de 
código  así  como  permitir  el  desarrollo  en  paralelo  de  varios  componentes  de  la 
aplicación. De la misma forma, provee a la aplicación de mayor flexibilidad frente a 
cambios en los requisitos y la hace más extensible de cara a nuevas funcionalidades.
Fue introducido por  primera  vez en el  lenguaje  SmallTalk  (en  el  que está  basado 
Objective-C) en la década de los 70-80, aunque el concepto general de dicho patrón 
fue descrito a finales de la década de los 80. Tradicionalmente era utilizado para el 
desarrollo de interfaces de usuario en programas de sobremesa, sin embargo su uso se 
ha extendido rápidamente también a los sectores web y móvil. 
8.1.2 Propiedades
El patrón MVC se divide en tres componentes principales, estos son:
Modelo (Model-Observer): Representa la información manejada por la aplicación. El 
modelo es el encargado de gestionar el acceso a dicha información, ya sea para realizar 
una consulta (operación de lectura) o una modificación (operación de escritura). El 
modelo envía a la vista la parte de la información que el usuario le solicita en un 
momento dado a través de la vista. Las solicitudes de acceso o modificación de la 
información llegan al modelo a través del controlador.
Vista (View-Composite): Es el componente encargado de presentar la información del 
modelo de la forma adecuada al usuario, de esta manera el usuario podrá interactuar 
con  la  aplicación  a  través  del  modelo.  Generalmente,  dicha  interacción  se  realiza 
mediante una interfaz de usuario.
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Controlador  (Controller-Strategy): Es el encargado de recibir los eventos enviados 
por el usuario a través de la vista y enviárselos al modelo. Cuando el usuario realiza 
una petición de acceso o modificación a alguno de los componentes del modelo, es el 
controlador el que invoca dichas peticiones al modelo, más adelante envía la petición 
de actualizarse con la nueva información a la vista. Generalmente se suele decir que 
sirve de intermediario entre la vista y el modelo. 
Imagen VIII. Descripción general del funcionamiento del patrón MVC.
El uso de este patrón es muy popular en el desarrollo de aplicaciones móviles gracias a 
la rapidez con la que permite implementar interfaces de usuario funcionales con un 
modelo de datos bien diferenciado.
En el desarrollo de software para iOS el uso de este patrón es común, de hecho el 
propio  entorno  de  desarrollo  Xcode  junto  con  Cocoa  ofrecen  herramientas  para 
facilitar sun integración, como es el caso de los archivos .nib y .xib.
Dichos ficheros facilitan el diseño de una interfaz de usuario a los desarrolladores de 
iOS ofreciéndoles una herramienta potente para diseñar la vista de la aplicación. Estos 
archivos encapsulan la vista de la aplicación así como un cuarto componente conocido 
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como el controlador mediador, encargado de encaminar el flujo de datos que recibe y 
envía  la  vista.  Aunque a  efectos  prácticos  se  puede considerar  que los  .nib  y  .xib 
componen la vista en el caso de una aplicación desarrollada siguiendo el patrón MVC 
en iOS.
Imagen IX. Funcionamiento del MVC en Cocoa usando un fichero .nib o .xib.
Imagen X. Fichero .xib de la vista de un vino en WineApp desde Xcode.
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8.2 Manejadores de vistas en iOS
Tal y como se describe más arriba, el patrón Modelo - Vista - Controlador es uno de 
los patrones más comunes que se pueden utilizar a la hora de diseñar una aplicación en 
iOS. Tanto es así que Apple incluso provee a los desarrolladores de herramientas para 
facilitar la implementación de dicho patrón, como los ficheros .nib y .xib mencionados 
anteriormente, pero no se limita únicamente a ello.
Los manejadores o combiandores de vistas son una potente herramienta integrada en 
UIKit  que  posibilita  la  inclusión  de  varios  MVC  en  una  misma  aplicación, 
permitiendo así a los desarrolladores presentar múltiples vistas - que pueden variar la 
una  de  la  otra  -  al  usuario  final.  A continuación  se  describirán  algunos  de  los 
combinadores más comunes presentes en UIKit, su funcionamiento y propiedades.
Imagen XI. Relación entre un controlador de vistas y sus vistas.
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8.2.1 UINavigationController
Es uno de los manejadores más utilizados que hay en el desarrollo de aplicaciones en 
iOS gracias a su sencillez y versatilidad para mostrar los datos al usuario. Permite 
presentar  la  información  del  modelo  de  forma  eficiente  y  fácil  a  través  de  la 
navegación entre los distintos contenidos.
Generalmente la información mostrada en este combinador suele estar ordenada de 
forma jerárquica, de manera que para cada nivel jerárquico se muestra la información 
deseada, permitiendo al usuario navegar entre niveles para poder acceder a toda la 
información. 
Un UINavigationController maneja la vista que debe ser mostrada al usuario en todo 
momento utilizando una pila conocida como navigation stack. En dicha pila se van 
apilando o desapilando las vistas por las que navega el usuario, de esta forma si se 
quiere acceder a un nivel inferior dentro de la jerarquía de los datos dicha vista es 
apilada en la navigation stack. Cuando el usuario desea volver a un nivel superior, la 
vista  es  desapilada  y  se  le  muestra  al  usuario.  Un  ejemplo  del  uso  de  la 
UINavigationController es la aplicación de Ajustes del propio iOS.
Imagen XII. Vista de un UINavigationController.
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8.2.2 UITabBarController
Es  un  manejador  especializado  en  la  presentación  de  vistas  controladas  por  una 
interfaz similar a un selector con botones de radio. Al pie de la vista se encuentran los 
botones  que  permiten  alternar  entre  las  distintas  pestañas  de  la  aplicación  que 
representan las distintas vistas de ésta.
Cada pestaña del UITabBarController posee una interfaz propia, esto significa que 
cada vista puede ser totalmente independiente de las demás y su navegación se hace 
posible mediante la barra inferior del manejador, pudiendo estar el usuario en una, y 
solo una vista, al mismo tiempo.
Otro  uso  común  es  también  el  de  mostrar  la  información  de  un  mismo  modelo 
mediante vistas totalmente distintas al usuario. Un ejemplo del uso de este controlador 
es la aplicación del reloj de iOS.
Imagen XIII. Vista de un UITabBarController.
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8.2.3 UISplitViewController
Este versátil manejador permite combinar dos vistas distintas dentro de una sola para 
posteriormente mostrarles ambas al usuario. Hasta iOS8, este tipo de manejador sólo 
podía  ser  usado  en  iPad  debido  a  que  las  dimensiones  de  la  pantalla  de  estos 
dispositivos  ofrecen  espacio  suficiente  como  para  mostrar  dos  vistas 
simultáneamente.
Imagen XIV. Funcionamiento del manejador UISplitViewController.
La UISplitViewController  es también conocida como una master-detail  interface, 
dado que los cambios que se realicen en la vista primaria (master) repercutirán en la 
vista secundaria de la aplicación (detail). Generalmente este tipo de vista no tienen una 
apariencia  común debido a  que dependen fundamentalmente  de  las  dos  vistas  que 
componen el master y el detail, por lo que es un combinador bastante versátil.
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Cuando se muestra en pantalla, el split controller trabaja junto con un delegado (se 
definirá más adelante este concepto) quien se encarga de manejar como y cuando se 
presenta la información de la vista hija. Un ejemplo de esta vista es la que se usa en la 
aplicación de Mail de iOS en los iPad, o en el propio WineApp:
Imagen XIII. Vista de UISplitViewController en WineApp.
8.2.4 UITableView
Aunque no es un manejador de vistas en sí como los casos anteriores, representa un 
controlador capaz de manejar y presentar al usuario una vista de una tabla de varias 
filas y una sola columna.  Muestra en pantalla  una serie  de elementos con los que 
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comúnmente el usuario puede interactuar de varias maneras. La clase UITableView 
hereda de la clase UIScrollView por lo que permite al usuario navegar entre todos los 
elementos haciendo un gesto de scroll sobre la pantalla.
Cada fila se compone de una celda que representa de forma individual cada elemento 
de la tabla. Dichas celdas pueden tener un nombre, una descripción, una imagen y 
otros atributos diferenciados entre ellas. Además, las celdas pueden estar agrupadas en 
secciones de forma que sea más fácil ordenar el contenido y realizar un acceso más 
rápido a cada sección.
El uso de esta clase está muy extendido en el desarrollo de aplicaciones de iOS ya que 
es una forma fácil y eficiente de presentar elementos dinámicamente en forma de una 
lista al usuario. UITableView se utiliza en la agenda de contactos  de iOS y en la 
propia aplicación de WineApp.
Imagen XIV. Vista de una UITableView en WineApp. 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8.3 Patrón delegate
Cuando se desea realizar una aplicación con cierta complejidad a la hora de presentar 
información en las vistas puede ser necesario que estas tengan comunicación entre 
ellas. Generalmente las vistas de una aplicación suelen ser totalmente independientes 
entre  ellas  y  no necesitar  de  ningún elemento  que haga de  intermediario,  pero  en 
ocasiones puede requerirse que dos vistas distintas se comuniquen entre sí.
Es el caso del UISplitView, en el que hay dos vistas que se encuentran interconectadas 
y  necesitan  comunicar  entre  ellas  para  sincronizar  la  información  que  va  a  ser 
presentada al usuario. En el caso concreto, tenemos un MVC que representa la tabla de 
contenidos mediante un UITableView y otro MVC que representa la vista en detalle 
de un contenido:
Imagen XV. Composición de un UISplitView. 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8.3.1 Delegados y protocolos
Es evidente que para lograr un correcto funcionamiento de esta disposición de vistas es 
necesario que ambas vistas tengan una forma de comunicar entre ellas, es aquí donde 
entra en juego el delegado.
El funcionamiento de los delegados es sencillo, el controlador de una de las vistas será 
el  delegado del  controlador de la  otra vista,  concretamente la  vista en detalle  será 
delegada tanto de la vista de la tabla como del propio split view. La única limitación es 
que, a pesar de que un elemento puede ser delegado de varios, éste solo puede tener un 
único delegado.
Imagen XVI. Relación de delegados en iOS.
Para implementar el delegado será necesario crear un protocolo propio de delegado, 
que contendrá los métodos necesarios para poder comunicar ambas vistas entre sí. En 
este caso será necesario que la vista en detalle se actualice al tocar sobre un vino de la 
UITableView de la primera vista, es decir, el modelo del MVC de la vista en detalle ha 
cambiado, por tanto dicha vista debe ser actualizada. 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9. Recopilación y almacenamiento de datos
La información de la que hace uso una aplicación es un punto importante para definir 
su nivel de utilidad de cara al usuario. En el caso de WineApp, la aplicación resulta 
mucho más interesante si cuenta con una gran cantidad de vinos en su catálogo, de esta 
forma es más probable que el usuario pueda encontrar el vino que desea consultar. La 
tarea de incluir  una gran cantidad de vinos en la  aplicación,  si  bien no es  la  más 
compleja, es una de las más importantes de cara al aprovechamiento que puede tener la 
aplicación.
9.1 Métodos de extracción y empleo de datos
Hay multiples maneras de recopilar información para su posterior 
uso  en  una  aplicación.  Una  de  ellas  podría  ser  la  de  recopilar 
manualmente los datos que se van a utilizar y crear una base de 
datos con información propia. Aunque esta sea la única forma de 
disponer de información totalmente personalizada, esta es también 
la manera más costosa, ya que requiere de un gran esfuerzo en tiempo y recursos para 
poder reunir y dar formato a una gran cantidad de datos.
Otra manera mucho más sencilla sería la de hacer uso de una 
API de una base de datos ya existente. Una API es una interfaz 
de  programación  de  aplicaciones  (de  sus  siglas  en  inglés: 
Application  Programming  Interface)  que  permite  a  los 
desarrolladores  extender  la  funcionalidad  de  sus  programas  a 
partir de una serie de métodos que facilitan el uso e integración de una herramienta ya 
existente.  En este  caso lo ideal  sería  poder  utilizar  una API de una base de datos 
pública de vinos. Por desgracia no es tan fácil encontrar bases de datos públicas.
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Por  último,  hay  una  manera  intermedia  de  conseguir  los  datos 
necesarios que es la de obtenerlos de forma automatizada mediante 
un programa de extracción de datos. A esto se le denomina como 
Web Scrapping, una técnica que utiliza software especializado en 
la  recopilación  de  datos  de  sitios  web.  Esto  permite  recopilar 
información útil de bases de datos ya existentes que no dispongan de una API para los 
desarrolladores. Para ello es necesario disponer de un programa de scrapping de datos 
que pueda obtener y almacenar la información deseada de una página web o una base 
de datos accesible a cualquier persona. Ésta es también la técnica utilizada para la 
extracción de datos para la aplicación WineApp.
9.2 Web scrapping
Esta técnica lleva años siendo desarrollada, prácticamente desde el momento en el que 
internet dio el gran salto a hogares y oficinas a finales de los años 90. Sin embargo su 
uso no estaba muy extendido hasta que su popularidad dio un salto cuantitativo la 
última década, fruto del crecimiento del interés por el big data a raíz del gran aumento 
de la cantidad de información que está siendo alojada en internet.
Si  bien el  web scrapping puede ser  realizado de forma manual  por  el  usuario (el 
famoso “copia y pega” es una forma de realizar scrapping sobre un contenido),  el 
termino  se  refiere  típicamente  al  uso  de  software  especializado  en  la  extracción 
automatizada de datos. Dado el gran interés por la recolección y análisis de datos, 
esto ha desembocado en el desarrollo un gran número de herramientas para el web 
scrapping al alcance de cualquier desarrollador.
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Generalmente  los  programas  de  scrapping  de  datos  acceden  a  una  página  web 
mediante  el  protocolo  HTTP  y  clasifican  la  información  que  se  desea  recopilar 
mediante  el  uso  de  expresiones  regulares.  Dado  que  la  mayoría  de  páginas  web 
utilizan lenguajes de marcas de hipertexto (como HTML o XHTML) la extracción de 
estos  datos  no  suele  resultar  muy  compleja  si  se  tienen  las  expresiones  regulares 
adecuadas y el contenido de dichas páginas está organizado de forma uniforme. Tras 
su extracción, los datos son almacenados en el formato deseado de forma que puedan 
ser  explotados más adelante,  generalmente en formatos estandarizados de notación 
literal de objetos como JSON o XML.
Imagen XVII. Esquema de funcionamiento del Web Scrapping.
La técnica de Web Scrapping fue la utilizada para la extracción de los más de 13.000 
vinos  con  los  que  cuenta  WineApp.  Para  realizar  dicha  tarea  se  ha  utilizado  una 
herramienta  desarrollada  por  el  Departamento  de  Inteligencia  Artificial  de  la 
Escuela Técnica Superior de Ingeniería Sistemas Informáticos de la Universidad 
Politécnica de Madrid. La información de los vinos fue extraída de la base de datos 
de El Mundo: elmundovino.elmundo.es.
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9.3 JSON
JSON es un formato ligero de texto utilizado para el intercambio 
de  datos  entre  cliente  un  cliente  y  el  servidor.  Su  nombre 
proviene del acrónimo en inglés JavaScript Object Notation. Al 
igual  que  XML,  es  un  subconjunto  de  la  notación  literal  de 
objetos  en texto plano que puede ser  utilizado para  almacenar 
información de todo tipo de manera estructurada, fácil de interpretar incluso para el 
ojo humano y rápidamente procesable por cualquier aplicación.
Actualmente es una de las herramientas más utilizadas para el intercambio de datos 
junto a XML. El uso de JSON se ha extendido mucho en los últimos años gracias a la 
facilidad de desarrollar un analizador sintáctico (parser) para su esquema de datos y de 
su formato independiente del lenguaje utilizado. Por estas razones, WineApp utiliza 
este tipo de esquema de datos para almacenar y hacer uso de la información extraída 
del web scrapping.
Imagen XVIII. Sintaxis de la notación literal de un objeto tipo vino en WineApp. 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10. Controlador de versiones
Un controlador de versiones es mecanismo ampliamente utilizado en el mundo del 
desarrollo del software para almacenar un histórico de los cambios realizados sobre los 
ficheros de un proyecto, generalmente los archivos de código fuente. Aunque su uso 
es   más  común  en  este  tipo  de  ficheros,  en  realidad  cualquier  archivo  puede  ser 
versionado.
Si bien un sistema de control de versiones puede realizarse de forma manual  (por 
ejemplo guardando varias copias del mismo archivo tras cada modificación) lo más 
común  y  recomendable  es  usar  un  software  automatizado  que  se  encargue  de 
gestionar el histórico de cambios en uno o varios ficheros.
10.1 Utilidades
Existe una gran variedad de sistemas de control de versiones o VCS (de sus siglas en 
inglés Version Control System), algunos de los más populares son CVS, Subversion, 
ClearCase o Git. Aunque las características entre unos y otros pueden variar, por lo 
general  todos  los  controladores  de  versiones  tienen  una  serie  de  propiedades  en 
común.
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La información del proyecto es alojada en un repositorio, generalmente un servidor, 
en el que se almacenan los datos actualizados y un histórico de los cambios. Cada 
cambio que se realiza sobre los ficheros y que es enviado al repositorio se denomina 
versión  o  revisión.  Generalmente  tras  realizar  el  envío  de  una  revisión  los  VCS 
permiten contrastar los cambios realizados en el proyecto entre dos versiones distintas. 
De la misma forma permiten deshacer los cambios realizados en un proyecto para 
volver a una versión anterior.
Así  mismo,  algunos  VCS  facilitan  la  tarea  de  desarrollar  un  software  de  forma 
colaborativa  con otros miembros en un equipo de desarrollo.  Dado que el  código 
fuente es almacenado en remoto, la última versión de éste puede ser descargada para 
poder seguir con el desarrollo en el mismo punto donde lo dejó otro miembro del 
equipo.
10.2 Git
Git  es  un  sistema  de  control  de  versiones  de  código  abierto 
desarrollado por Linus Torvalds (conocido también por desarrollar 
el núcleo del sistema operativo Linux) que fue lanzado por primera 
vez en abril del 2005. Su diseño está inspirado en otros VCS como 
BitKeeper y Monotone.
10.2.1 Propiedades
Al igual que otros sistemas de control de versiones, Git permite almacenar un histórico 
de los cambios realizados sobre los ficheros de un proyecto versionado. Algunas de 
sus características más destacables son:
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Historial de versiones: Como cualquier otro VCS Git permite llevar un historial de 
versiones del proyecto versionado. De la misma forma, destaca de manera visual los 
cambios que han sido realizados sobre dos versiones distintas de un mismo fichero. 
También posibilita retroceder fácilmente a versiones anteriores de un sólo fichero o de 
un conjunto de ficheros.
Repositorios locales y en linea: Git permite realizar el control de versiones sobre un 
proyecto tanto en un repositorio local como en uno remoto (generalmente un servidor 
con conexión a  internet).  El  repositorio más popular  para almacenar  los  proyectos 
versionados en Git es github.com.
Múltiples  ramas  de  desarrollo:  En  Git  se  pueden  establecer  varias  ramas  de 
desarrollo  totalmente  independientes  entre  sí  en  las  que  se  pueden  alojar  distintas 
versiones de un mismo proyecto. Dichas ramas pueden fusionarse desde el propio git.
Contribuciones  grupales:  Git  permite  el  desarrollo  de  varios  miembros 
(contribuidores)  en  un  proyecto,  de  forma  que  varias  personas  pueden  trabajar 
simultáneamente sobre un mismo proyecto. Esta característica también proporciona la 
capacidad de poder  realizar  un seguimiento sobre los  cambios realizados por  cada 
miembro en todo momento.
Estas características hacen de Git un controlador de versiones muy potente y versátil 
que puede ser utilizado para versionar tanto trabajos pequeños en los que trabaja un 
único desarrollador (como es el caso de WineApp), como proyectos masivos con una 
gran cantidad de archivos.
En la siguiente imagen se puede apreciar la interfaz gráfica de GitHub, en la que se 
pueden  observar  algunos  de  los  últimos  comimos  realizados  al  código  fuente  del 
proyecto WineApp: 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Imagen XIX. Algunas de las versiones almacenadas en Github de WineApp. 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11. Diseño de la interfaz de usuario
La interfaz de usuario o UI (de sus siglas en inglés User Interface) en el campo de la 
interacción  persona-máquina,  define  el  espacio  y  la  forma en  la  que  ocurren  el 
intercambio de información entre una ser humano y una máquina. En otras palabras, 
la interfaz de usuario es el intermediario que permite a un usuario comunicar con una 
máquina y viceversa. La finalidad de una interfaz adecuada es hacer que la experiencia 
de operar con una máquina resulte fácil, eficiente y no invasiva para el usuario. 
La  interfaz  gráfica  de  usuario  o  GUI  (de  sus  siglas  en  inglés  Graphical  User 
Interface)  es un componente de software  que, al  igual que una UI genérica,  actúa 
como  un  intermediario,  concretamente  entre  el  usuario  y  el  software.  Una  GUI 
proporciona un entorno visual mediante el que la aplicación proporciona información 
al  usuario  y  éste  interactúa  con  el  software.  A menudo  hacen  uso  de  metáforas 
visuales  (como botones  o  iconos)  para  representar  elementos  del  software.  Si  nos 
centramos en las interfaces de software, estas deben ser fáciles de entender y sencillas 
de  dominar  para  el  usuario,  haciendo  que  el  uso  del  software  derive  en  una 
experiencia agradable.
El aspecto de la interfaz gráfica y el hecho de que ésta resulte ser intuitiva, son factores 
clave a la hora de conseguir una respuesta positiva por parte del usuario durante el uso 
de una aplicación. Una buena interfaz no necesita instrucciones de uso, debe permitir 
al usuario realizar con rapidez y comodidad cualquier tarea y al mismo tiempo resultar 
agradable  a  la  vista.  Esto  es  muy  importante  pues  es  el  primer  componente  del 
software que percibe el usuario y con el que más va a interactuar durante su uso. 
El diseño de entornos gráficos en móviles en la actualidad se realiza sobre interfaces 
táctiles. La ventaja de dichas interfaces es que resultan sencillas e intuitivas al mismo 
tiempo que su uso no resulta intrusivo para el usuario.
 66
WineApp 
Aplicación de consulta y valoración de vinos
11.1 Diseño de una interfaz en iOS
El diseño de interfaces gráficas en iOS se puede realizar bien a través de código o 
mediante  herramientas  gráficas  como las  que  provee  Xcode.  Si  bien  la  tarea  de 
realizar  interfaces  mediante  código  permite  tener  entornos  gráficos  totalmente 
personalizados, ésta es una tarea bastante compleja y que requiere una gran inversión 
en recursos y tiempo.
Por  otro,  diseñar  una  interfaz  mediante  ficheros  .xib  o  Storyboards  (que  incluso 
permiten  definir  el  flujo  de  vistas  en  una  aplicación)  en  Xcode  es  una  tarea  más 
sencilla, que requiere menos tiempo y conocimientos pero que por otro lado otorga 
muy buenos resultados.
Sin embargo, si se desea subir una aplicación a la App Store, se debe tener en cuenta 
que Apple impone una serie de restricciones a la hora de diseñar las interfaces de 
usuario.  Esto se hace con el  fin de tener interfaces de usuario unificadas entre las 
aplicaciones de terceros y el propio entorno visual de iOS. Una aplicación con una 
interfaz gráfica que no cumpla los estándares visuales de Apple podría ser rechazada, a 
pesar de que los servicios o funcionalidades que ofrezca la aplicación sean adecuados.
11.2 Diseño de interfaces en Xcode
Xcode provee de herramientas a los desarrolladores para crear de forma relativamente 
sencilla interfaces de usuario completas. Dentro del entorno de Xcode hay integrada 
una herramienta gráfica para la maquetación de interfaces. Dicha herramienta pone a 
disposición de  los  desarrolladores  la  posibilidad de  poder  crear  interfaces  visuales 
arrastrando elementos sobre una vista concreta, de esta forma colocar un cuadro de 
texto, un botón, una imagen u otros elementos resultan ser tareas más sencillas que 
realizándolas mediante código.
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Tanto iOS como OSX incluyen un potente sistema de diseño gráfico llamado Auto 
Layaout, integrado en el constructor de interfaces de Xcode “Interface Builder”. Auto 
Layout está basado en el concepto de que cada elemento de la interfaz puede definir 
una serie de restricciones para controlar cómo debe reaccionar en relación a su vista.
11.2.1 Ineterface Builder y Auto Layout
Auto Layout provee de herramientas para desarrollar interfaces flexibles en iOS, como 
especificar que un elemento concreto de la vista, por ejemplo un botón, mantenga un 
tamaño  fijo  en  cualquier  momento  o  se  expanda  dentro  de  su  vista  para  poder 
adaptarse  a  un  texto  de  mayor  tamaño en  otro  idioma o  se  adapte  al  tamaño del 
dispositivo en el que está siendo visualizado.
Imagen XX. Interfaz del menú principal de WineApp realizada con Auto Layout.
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11.2.2 Interface Builder y constraints
Por  otro  lado,  Interface  Builder  también  permite  definir  restricciones  visuales  de 
forma automática para todos los elementos de una vista a través de una serie de reglas 
compatibles  entre  sí.  De  la  misma  forma  dichas  restricciones  también  pueden  ser 
definidas de forma manual por el desarrollador para definir el comportamiento de cada 
elemento según el tamaño de pantalla, orientación u otras variables.
Cada elemento tiene una serie de restricciones (constraints) que definen cuál es su 
posición relativa frente a otros elementos de la vista,  cual  es el  tamaño mínimo y 
máximo que de  cada elemento,  así  como cómo debe recolocarse  en caso de  estar 
visualizando la aplicación en horizontal o en vertical.
Imagen XXI. Interfaz de la vista de vino de WineApp realizada con constraints.
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11.3 3D Touch
3D Touch es una tecnología implementada por primera vez en 
el iPhone 6S, que permite al usuario interactuar con el software 
mediante toques con diferente presión sobre la pantalla táctil. 
Esta nueva forma de interactuar con las aplicaciones abre una 
nueva ventana de posibilidades  en el  diseño de interfaces  de 
usuario, pues dota de una nueva dimensión la pantalla táctil.
Apple desarrolló esta nueva generación de pantallas táctiles para ofrecer una forma 
distinta de realizar algunas acciones comunes como poder previsualizar un contenido 
sin necesidad de abrirlo (Peek),  abrir directamente dicho contenido si el usuario lo 
desea (Pop) o acceder a menús rápidos desde el icono de cualquier aplicación (Quick 
Access).
11.3.1 Peek & Pop
Peek and Pop es el nombre que Apple le ha dado a la nueva forma de previsualizar 
contenido través de 3D Touch en modelos compatibles a partir de iOS 9.0. Esta forma 
permite  al  usuario  poder  previsualizar  un  contenido  en  concreto  sin  necesidad  de 
abrirlo  completamente,  si  es  el  contenido  deseado,  éste  puede  ser  visualizado 
directamente.
Peek  es  el  gesto  de  realizar  una  ligera  presión  en  la  pantalla  tocando  sobre  el 
contenido que el usuario desea revisar, de forma que este puede ser previsualizado sin 
necesidad de abrirlo a pantalla completa.
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En cambio Pop  es  el  gesto de realizar una pulsación con mayor presión  sobre la 
pantalla táctil para abrir el contenido previsualizado con Peek si éste resulta ser lo que 
el usuario deseaba visualizar a pantalla completa.
Imagen XXII. Esquema del funcionamiento de Peek & Pop en WineApp.
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11.3.2 Quick Access
Quick Access es la nueva funcionalidad basada en el 3D Touch que Apple implementó 
para  permitir  a  los  usuarios  acceder  mediante  atajos  o  accesos  directos  a 
funcionalidades determinadas de una aplicación. Esto brinda al usuario la posibilidad 
de acceder a una vista concreta de una aplicación sin necesidad de pasar por menús 
previos. 
Realizando un toque con una ligera presión sobre el icono de una aplicación desde el 
Springboard  de iOS el usuario podrá acceder a un menú de acceso rápido a varias 
funcionalidades de la aplicación. En el caso de WineApp, el usuario puede consultar 
un  tipo  de  vino  concreto  sin  necesidad  de  pasar  por  el  menú  principal.  Esta 
funcionalidad fue implementada a partir de iOS 9.0 para modelos compatibles.
Imagen XXIII. Quick Access en el icono de la aplicación de WineApp. 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11.4 Búsquedas
De forma que WineApp resulte una aplicación realmente útil y cómoda de utilizar, el 
usuario debe poder realizar búsquedas  de forma sencilla desde la aplicación para 
consultar  un vino deseado.  Para  ello  es  imprescindible  permitir  al  usuario  realizar 
búsquedas sobre el catálogo de vinos según una serie de parámetros tales como su 
nombre, bodega, región etc…
11.4.1 UISeacrhBar y UISearchController
UIKit provee a los desarrolladores de la clase UISearchBar que incluye un recuadro 
de  búsqueda  en  una  aplicación  permitiendo  a  los  usuarios  filtrar  datos  entre  un 
extenso número de contenidos. UISeacrhController integra una función de búsqueda 
fácil de utilizar para el usuario pero a la vez muy potente, permitiendo el filtrado y 
búsqueda de datos en tiempo real mediante el uso de uno o varios predicados.
Imagen XIV. Captura del cuadro de búsqueda de vino en WineApp. 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11.5 Diseño grafico
La apariencia visual de una aplicación es un punto clave en las interfaces gráficas de 
usuario.  Es  el  primer  contacto  que  el  consumidor  tiene  con  un  software  y  es  la 
encargada de que el look & feel de la aplicación resulte atractivo y llamativo.
Hoy en día el diseño gráfico es un apartado muy relevante de las GUI. Debido a que 
las interfaces visuales de las aplicaciones modernas son cada vez más sofisticadas, es 
necesario diseñar una apariencia visual adecuada para cada tipo de software. El icono, 
la paleta de colores, la distribución de los elementos y la forma de presentárselos al 
usuario a menudo resultan ser un factor diferencial que a menudo pueden decidir el 
éxito o fracaso de una aplicación.
Imagen XV.  Concepto del diseño del menú principal de WineApp.
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Este  apartado  puede  resultar  algo  ambiguo  puesto  que  sobre  gustos  no  hay  nada 
escrito, sin embargo hay algunas pautas y patrones que deben seguirse para conseguir 
una apariencia visual adecuada.
Elementos como el icono  de la aplicación toman una gran 
relevancia  en  el  diseño  gráfico  puesto  que  el  usuario 
identificará nuestra aplicación mediante este elemento, que 
debe  resultar  descriptivo  conforme  a  la  finalidad  de  la 
aplicación. Para ello elementos como las metáforas gráficas 
o los colores son fundamentales.
Es importante que los elementos y metáforas 
de la aplicación sean claras y concisas, que 
se adapten al entorno en el que el usuario va 
a utilizarlos. En entornos móviles, el uso de 
pantallas  táctiles  ofrece  la  posibilidad  de 
diseñar interfaces cómodas, claras y limpias 
para el usuario. 
Para  ello  cada  objeto  de  la  vista  debe  ser 
representado de forma entendible de cara al 
usuario.  Los  iconos,  colores  y  textos  son 
sólo algunas de las herramientas para brindar 
una interfaz sencilla e intuitiva al usuario.
Imagen XVI. Diseño gráfico del menú principal de WineApp. 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12. Conclusiones
Se ha desarrollado una aplicación móvil para el sistema operativo iOS, con el fin de 
conocer  algunas  de  las  tecnologías  y  técnicas  que  se  usan  en  la  actualidad  en  el 
desarrollo  de  aplicaciones  para  dicha  plataforma.  La  gran  ventaja  de  haber 
desarrollado esta aplicación en un dispositivo móvil es precisamente la posibilidad de 
ofrecer  éste  servicio  en  cualquier  momento  al  usuario.  Concretamente  WineApp 
pretende ofrecer un servicio rápido, cómodo y fácil  de utilizar:  Poder consultar en 
pocos toques  las características  de un vino  determinado y así facilitar la tarea de 
escoger un vino en cualquier circunstancia, tanto en supermercados como de la carta 
de un restaurante.
La construcción de aplicaciones en entornos móviles es uno de los temas destacados 
del desarrollo de Software en la actualidad. Los teléfonos inteligentes se han asentado 
en el día a día de prácticamente cualquier persona. El desarrollo de nuevas tecnologías 
ha permitido que la brecha entre los dispositivos móviles y los equipos de sobremesa 
esté disminuyendo progresivamente. Los nuevos modelos son cada vez más potentes 
y esto permite ofrecer a los usuarios más y más servicios que antes eran exclusivos de 
los ordenadores de sobremesa, con las ventajas de un terminal ligero y portable.
El desarrollo de aplicaciones en sistemas operativos como iOS o Android se ha vuelto 
prácticamente  imprescindible  para  cualquier  empresa  o  desarrollador  que  desee 
ofrecer un servicio cómodo e inmediato a sus clientes y usuarios. En la actualidad, los 
entornos de desarrollo de aplicaciones móviles,  como Xcode,  son muy potentes  y 
ofrecen multitud posibilidades a los desarrolladores mediante sofisticadas herramientas 
orientadas al desarrollo móvil y una gran variedad de librerías de código. 
Con  todo,  podemos  llegar  a  la  conclusión  de  que  la  construcción  de  aplicaciones 
móviles es el presente y futuro del desarrollo de Software.
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13. Mejoras y futuros proyectos
El desarrollo de este proyecto ha supuesto un reto para mí, como el hecho de tener que 
aprender un nuevo lenguaje de programación como es Objective-C o la adaptación a 
las practicas de programación y desarrollo en los entornos de Apple. Sin embargo, a 
partir del desarrollo de WineApp pueden surgir nuevas ideas y mejoras que pueden 
aplicarse a éste proyecto, a continuación se describen algunas de ellas:
Portar el código fuente a Swift: El desarrollo de WineApp se realizó en Objective-C 
con  el  objetivo  de  profundizar  el  aprendizaje  de  este  lenguaje,  sin  embargo  sería 
adecuado portar el código fuente de la aplicación al nuevo lenguaje Swift.
Utilizar la API de Siri:  Para poder consultar un vino preguntando directamente al 
asistente inteligente Siri por su valoración y otras características destacables.
Extenderse  a  otras  plataformas:  Desarrollar  un  cliente  de  WineApp  para  otras 
plataformas como Android o Windows 10 pudiendo así llegar a un mayor número de 
usuarios.
Incorporar una BBDD propia en línea: De esta forma se podría extender fácilmente 
la funcionalidad a un servicio web, accesible desde cualquier navegador sin necesidad 
de instalar la aplicación.
Red social: Converger la funcionalidad de la aplicación hacia una red social en la que 
los  usuarios  pueden  crear  un  perfil  propio  con  el  que  poder  compartir  con  sus 
conocidos sus vinos favoritos.
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