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௠ܻ௔௫ ൌ 1.15൫ܦ௝൯ሺܬ଴.ହሻ sinሺߠሻ					ሺ2.1ሻ  
 











ܬ ൌ ߩ௃ ∗ ௃ܷ
ଶ
ߩெ ∗ ܷெଶ 					ሺ2.2ሻ 
 Holdeman’s work is useful in finding the ideal number of jets to use for optimum mixing. The following 
equation is valid for circular jets in a circular cross‐flow.  
݊ݑܾ݉݁ݎ	݋݂	݆݁ݐݏ ൌ 	ߨඥ2ܬܥ 					ሺ2.3ሻ 
Holdeman also developed a relationship for jet spacing in a rectangular cross‐flow. 










































































































































































Σ ൌ ߪߤ 					ሺ2.5ሻ 
By taking measurements of the CO levels, a chart was created showing present [CO]/ [CO]D versus the 
overall equivalence ratio. In a way, the concentration ratio of CO is a measure of the combustion 
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߬௖௛௘௠௜௖௔௟ ൌ ߙܵ௅ଶ 					ሺ2.10ሻ 
The Damkӧhler number was used to estimate the blowout equivalence ratio of the system using Eqn. 
2.11, where the residence time is the d/Uref (characteristic length divided by a reference velocity). 




























ωሬሬറൌ ׏ሬറ ൈ ሬܷറ					ሺ2.12ሻ 
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Considering flow in only the x and y directions, vorticity is present around only the z direction. 
































































































































































































































































































































































































ሶ݉ ௜௡ ൌ ሶ݉ ௢௨௧					ሺ3.9ሻ 
The mass flow rate into the experiment is calculated simply by adding the mass flow rate of the air and 
the mass flow rate of the fuel entering the preburner. 
ሶ݉ ௜௡ ൌ ሶ݉ ௔௜௥ ൅ ሶ݉ ௙௨௘௟					ሺ3.10ሻ 















J ratio  25  50  75 
Fluid  Air  Air  Air 
Diameter [in]  0.375  0.375  0.375 
Density 
[kg/m^3]  1.19E+00  1.19E+00  1.19E+00 
Velocity [m/s]  3.93E+01  5.56E+01  6.81E+01 
Mass Flow 



















































































































































































ܳ ൌ ଵܲ െ ݉݅݊



























































∙ ܷ′ ൅ ൬ܸ݀߱݀൰
ଶ
∙ ܸ′					ሺ3.14ሻ 
݁′௫௬ ൌ ݁′௬௫ ൌ ඨቆ݀݁௫௬ܷ݀ ቇ
ଶ
∙ ܷ′ ൅ ቆ݀݁௫௬ܸ݀ ቇ
ଶ
∙ ܸ′					ሺ3.15ሻ 
݁′௫௫ ൌ ඨ൬݀݁௫௫ܷ݀ ൰
ଶ
∙ ܷ′					ሺ3.16ሻ 
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ሾܸܽݎܾ݈݅ܽ݁ሿ ൌ ݎ݁ܽ݀݅݉ݔሺ′݂݈݅݁	݌ܽݐ݄′ሻ; 					ሺ4.1ሻ 
ሾܺ, ܻ, ܷ, ܸሿ ൌ ݏ݄݋ݓ݅݉ݔሺݒܽݎܾ݈݅ܽ݁ሻ;					ሺ4.2ሻ 
4.1 Velocity Vector Plots 
Colorized vector plots using MATLAB were created using the vfield function. 




































































































	 ሬ߱Ԧ ൌ ׏ ൈ ሬܷԦ					ሺ4.7ሻ 
If velocity is only considered in the X and Y direction, then vorticity is defined as rotating about the Z 
axis. 






ሾ߱௓, ܥܣܸሿ ൌ ܿݑݎ݈ሺܺ, ܻ, ܷ, ܸሻ				ሺ4.9ሻ 














































߱௔௩௘ሺݔሻ ൌ න߱݀ݕ ൌ ቆ1݊෍ ߱௜,௝
௡
௝









߱௔௩௘ሺݕሻ ൌ න߱݀ݔ ൌ ൬1݉෍ ߱௜,௝
௠
௜





78 | P a g e  
 






















݁௫௫ ൌ ܷ݀݀ܺ 					ሺ4.16ሻ 
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݁௬௬ ൌ ܸܻ݀݀ 					ሺ4.17ሻ 

















݁௫௫ → ݁௜,௝ ൌ ௜ܷ,௝ାଵ െ ௜ܷ,௝ିଵ∆ܺ 					ሺ4.20ሻ 
݁௬௬ → ݁௜,௝ ൌ ௜ܸ,௝ାଵ െ ௜ܸ,௝ିଵ∆ܻ 					ሺ4.21ሻ 


















































































































































































































































ܪ݈݂ܽ	ܲ݁ܽ݇	ܪ݄݁݅݃ݐ ൌ ܲ݁ܽ݇	ܪ݄݁݅݃ݐ െ ܣݒ݁ݎܽ݃݁	ܰ݋݅ݏ݁	ܪ݄݁݅݃ݐ2 ൅ ܣݒ݁ݎܽ݃݁	ܰ݋݅ݏ݁	ܪ݄݁݅݃ݐ					ሺ6.1ሻ 












ܸ݈݁݋ܿ݅ݐݕ	ܯܽ݃݊݅ݐݑ݀݁ ൌ ඥܷଶ ൅ ܸଶ					ሺ6.2ሻ 
The nominal distance the particle travels is equal to the velocity magnitude multiplied by the time in 
between the two images. In this experiment the time difference is 4µs. 
ܦ݅ݏݐܽ݊ܿ݁ ൌ ܸ݈݁݋ܿ݅ݐݕ	ܯܽ݃݊݅ݐݑ݀݁ ∗ ܶ݅݉݁	ܦ݈݁ܽݕ					ሺ6.3ሻ 





%	ܷ݊ܿ݁ݎݐܽ݅݊ݐݕ ൌ ܷ݊ܿ݁ݎݐܽ݅݊ݐݕ	ܦ݅ݏݐܽ݊ܿ݁ܰ݋݈݉݅݊ܽ	ܦ݅ݏݐܽ݊ܿ݁ ൈ 100					ሺ6.4ሻ 
Using the percentage uncertainty it is easy to find the uncertainty of the velocity in the vertical and 
horizontal directions. 
ܷᇱ ൌ %	ܷ݊ܿ݁ݎݐܽ݅݊ݐݕ ∗ ܷ				ሺ6.5ሻ 



















േ0.75ܲ݅ݔ݈݁ ∗ 6.7ߤ݉ܲ݅ݔ݈݁ ൌ േ5.025ߤ݉					ሺ6.7ሻ 
Knowing there is 4.0 µs in between the images it is possible to find the uncertainty of the velocity in the 
interrogation window. 
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߱ᇱ ൌ ඨ൬ܷ݀߱݀ ∙ ܷᇱ൰
ଶ

































݀ ௜ܸ,௝ାଵ ∙ ܸ
ᇱቇ
ଶ
൅ ቆ ݀߱௜,௝݀ ௜ܸ,௝ିଵ ∙ ܸ
ᇱቇ
ଶ
൅ ቆ ݀߱௜,௝݀ ௜ܷାଵ,௝ ∙ ܷ
ᇱቇ
ଶ
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Substituting in values for the derivatives allows for a simplified equation. 




























݀ ௜ܷାଵ,௝ ∙ ܷ
ᇱቇ
ଶ
















݁′௬௬	௜,௝ ൌ ඨቆ݀݁௬௬	௜,௝݀ ௜ܸ,௝ାଵ ∙ ܸ
ᇱቇ
ଶ



























݀ ௜ܸ,௝ାଵ ∙ ܸ
ᇱቇ
ଶ
൅ ቆ݀݁௫௫	௜,௝݀ ௜ܸ,௝ିଵ ∙ ܸ
ᇱቇ
ଶ
൅ ቆ݀݁௫௬	௜,௝݀ ௜ܷାଵ,௝ ∙ ܷ′ቇ
ଶ






























































































ܫ݊ݐܶ ൌ ܯ݁ܽ݊ ቀܯ݁ܽ݊൫ܫሺݕݏ݌ܽ݊ܶ, ݔݏ݌ܽ݊ܶሻ൯ቁ 					ܫ݊ݐܤ ൌ ܯ݁ܽ݊ ቀܯ݁ܽ݊൫ܫሺݕݏ݌ܽ݊ܤ, ݔݏ݌ܽ݊ܶሻ൯ቁ				ሺ7.1ሻ 
























































ܸܽݎܾ݈݅ܽ݁ ൌ ݂݈݅݉݅ݐ݁ݎሺܫ, ݂ݏ݌݈݁ܿ݅ܽ, ሺ′݃ܽݑݏݏ݅ܽ݊ᇱ, ݂݈݅ݐ݁ݎ	ݏ݅ݖ݁, ݏݐܽ݊݀ܽݎ݀	݀݁ݒ݅ܽݐ݅݋݊ሻ				ሺ7.4ሻ	 
The equation for a Gaussian filter is displayed in Equation 7.5 (Tuttle, et al., 2013).  
݄௜,௝ ൌ
exp	ሺെ ݅ଶ ൅ ݆ଶ2ߪଶ ሻ













































































































































































%This code is used to find the vector plots, streamlines and vorticity 
%plots for a .VC7 image from DaVis. It also finds average vorticity stats 
  






%Read PIV Image******************************************************* 
  
  JJ=0; %1 for sample 
 J=25; 
  liney1=-17; 
  liney2=-20; 
 if J==25 
  linex=5.56;  
 elseif J==50 
 linex=10.4496; 













    end 
elseif J==50 








    end 
elseif J==75 
if JJ==1 













[X,Y,U,V] = showimx(A); 
%************************************************************************* 
  
 %Resize Image to size of test section and Invert********************** 
 [rowsize,colsize]=size(X); 
 K=1; 
 for i=1:colsize 
     if Y(1,i) > 19 || Y(1,i) < -19 
         remove(K) = i; 
         K=K+1; 
     end%end if 









































































%Calculates the derivative of U and V WRT Y************************* 
for i=1:rowsize 
    for j=1:colsize 
        if i==1  
            dUdY(i,j)=(U(i+1,j)-U(i,j))/delx; 
            dVdY(i,j)=(V(i+1,j)-V(i,j))/delx; 
        elseif i==rowsize 
            dUdY(i,j)=(U(i,j)-U(i-1,j))/delx; 
            dVdY(i,j)=(V(i,j)-V(i-1,j))/delx; 
        else 
        dUdY(i,j)=(U(i+1,j)-U(i-1,j))/(2*delx); 
        dVdY(i,j)=(V(i+1,j)-V(i-1,j))/(2*delx); 
         
        end 
    end 
end 
%This calculates the derivative of U and V WRT X 
for i=1:rowsize 
    for j=1:colsize 
        if j==1 
            dUdX(i,j)=(U(i,j+1)-U(i,j))/dely; 
            dVdX(i,j)=(V(i,j+1)-V(i,j))/dely; 
        elseif j==colsize 
            dUdX(i,j)=(U(i,j)-U(i,j-1))/dely; 
            dVdX(i,j)=(V(i,j)-V(i,j-1))/dely; 
        else 
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            dUdX(i,j)=(U(i,j+1)-U(i,j-1))/(2*delx); 
            dVdX(i,j)=(V(i,j+1)-V(i,j-1))/(2*delx); 
         
        end 




%Calculate and Plot Vorticity**************************************** 
  














%Average Vorticity and Vield Average Vorticity************************* 
 %Average Vorticity Along X-Direction 
   sum=0; 
   delY=Y(1,1)-Y(2,1); 
   [rowsize,colsize]=size(W); 
      for k = 1:colsize 
          for L = 1:rowsize 
     sum=sum+W(L,k);          
          end 
          wx(1,k) = sum*delY; 
          sum=0; 
      end 
     figure, plot(X,wx) 
     title('Average Vorticity Along X-Direction') 
     xlabel('X mm') 
     ylabel('Vorticity (1/s)') 
  
  




 for k=1:rowsize 
     for L=1:colsize 
         sum=sum+W(k,L); 
     end 
     wy(1,k)=sum*delX; 
     sum=0; 
 end 
 figure, plot(Y,wy) 
 title('Average Vorticity Along Y-Direction') 
 xlabel('Y mm') 
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%Field Averaged Vorticity 
sum=0; 
for j=1:colsize 
    for i=1:rowsize 
        sum = sum+abs(W(i,j)); 
    end 
end 
FAV=delX*delY*sum; 
  Xvec = X(1,:); 
  Yvec = Y(:,1); 
  Wvec= trapz(Yvec,W); 
  Wbar = trapz(Xvec,Wvec); 









averageaverage=mean(U(:,8))   









































%This code takes an .IM7 image from DaVis and finds the uncertainty  
%in the measurement for each interrogation window. 
  
















X=X'; Y=Y'; U=U'; V=V'; X=X/1000; Y=Y/1000; 
%*********************************************************************** 
  
%Define Correlation Map into Individual Interrogation Windows*********** 
%Row 1-8 are blank 
%Row 61-64 are blank 
unpix=zeros(60,80);  













    a=a+1; 
    b=1; 
    for j=jstart:jend 
  IW(a,b)=I(i,j); 
  b=b+1; 




%Make A Contour Plot for************************************************ 
x=zeros(1,1); y=zeros(1,1); 
%Make Contour Plot  
for i=1:33      %defines x variable [X1 X2 X3; X1 X2 X3; X1 X2 X3] 
    for j=1:33 
        x(i,j)=j; 
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    end 
end 
  
for j=1:33      %defines y variable [Y3 Y3 Y3; Y2 Y2 Y2; Y1 Y1 Y1] 
    for i=1:33 
        y(i,j)=34-i; 
    end 
end 
%figure(4), contour(x,y,IW) %makes contour plot 
%  colorbar %adds colorbar 
%  grid on %grids 
%  grid minor %minor axis grids 
%  xlabel('Pixels') 
%  ylabel('Pixels') 
%*********************************************************************** 
  
%Find column and row of maximum value*********************************** 
IW(33,1)=0; %This needs to be set to zero, Davis Makes it 1 
MX=max(max(IW)); 
 [num idx] = max(IW(:)); 
 [rowmax colmax] = ind2sub(size(IW),idx); 
  
  
%   figure(5), plot([1:33],IW(rowmax,:)) 
%    xlabel('Pixels') 
%   ylabel('Intensity') 
%    
%*********************************************************************** 
  
%Find Half Peak Width*************************************************** 
 %find Half Peak 
 %Define Baseline 
 %Define Baseline as every pixel not within 2 pixels of peak. 
 var=5; %Used to create row with less terms 




 %Finds the Peak baseline 
 yy=y; 
 [size1,size2]=size(x); 
   if colmax < varpeak+1 
       unpix(row,column)=0; 
       unpix2(row,column)=0; 
   else 
  for i=colmax-varpeak:colmax+varpeak 
    yy(1,i)=0; 
  end 
 peakbase=sum(yy)/(size2-2*varpeak-1); 
  
 %Peak Height 
 HP=0.5*(max(y)-peakbase); 
 PeakHeight=max(y); 
 %Location of HP 
 HPYLoc=HP+peakbase; 
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 %Linear Regression may help us estimate x value for HPY 





 HPXLoc(1,1)=interp1(ybeg,xbeg,HPYLoc,'linear');  
 %Second Line Linear Regression using interp1 function 
 xbeg(1,1)=x(1,colmax+1); 
 xbeg(1,2)=x(1,colmax); 





 %Calculate the Uncertainty in Pixels*********************** 
 Unc(1,1)=colmax-HPXLoc(1,1); 
 Unc(1,2)=HPXLoc(1,2)-colmax; 





















%This code takes a .VC7 image from DaVis and calculates the corresponding  
%error in velocity and vorticity. 
  











X=X'; Y=Y'; U=U'; V=V'; %Invert to align vectors with interrogation windows 
X=X/1000; Y=Y/1000; %Convert X&Y from mm to meters 
%*********************************************************************  
  
%Determine Percent Error of Velocity*********************************** 
unpix=.75; %Uncertainty in Pixels 
dtime=4*10^-6; % Time between images (seconds) 
velmag=sqrt(U.^2+V.^2);%m/s   %Velocity Magnitude 
distance=velmag*dtime;% meters % Distance Particle Travels in IntWindow 
pixdistance=6.7*10^-6; %meters/pixel % FROM DAVIS  




 %Eliminate Percentages over 100 
  for i=1:rowsize 
      for j=1:colsize 
          if uncpercent(i,j)>100 
              uncpercent(i,j)=100; 
          end 
      end 









%Calculates the derivative of U and V WRT Y 
for i=1:rowsize 
    for j=1:colsize 
        if i==1  
            dUdY(i,j)=(U(i+1,j)-U(i,j))/delx; 
            dVdY(i,j)=(V(i+1,j)-V(i,j))/delx; 
        elseif i==rowsize 
            dUdY(i,j)=(U(i,j)-U(i-1,j))/delx; 
            dVdY(i,j)=(V(i,j)-V(i-1,j))/delx; 
        else 
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        dUdY(i,j)=(U(i+1,j)-U(i-1,j))/(2*delx); 
        dVdY(i,j)=(V(i+1,j)-V(i-1,j))/(2*delx); 
         
        end 
    end 
end 
%This calculates the derivative of U and V WRT X 
for i=1:rowsize 
    for j=1:colsize 
        if j==1 
            dUdX(i,j)=(U(i,j+1)-U(i,j))/dely; 
            dVdX(i,j)=(V(i,j+1)-V(i,j))/dely; 
        elseif j==colsize 
            dUdX(i,j)=(U(i,j)-U(i,j-1))/dely; 
            dVdX(i,j)=(V(i,j)-V(i,j-1))/dely; 
        else 
            dUdX(i,j)=(U(i,j+1)-U(i,j-1))/(2*delx); 
            dVdX(i,j)=(V(i,j+1)-V(i,j-1))/(2*delx); 
         
        end 










    for j=1:colsize 
        if i==1 || j==1 || i==rowsize || j==colsize 
            uncW(i,j)=0; 
        else 
        uncW(i,j)=sqrt((uncV(i,j+1)/(2*delx)).^2 +... 
          (-1*uncV(i,j-1)/(2*delx)).^2 ... 
        + (uncU(i+1,j)/(2*dely)).^2 + (uncU(i-1,j)/(-2*dely)).^2); 
        end      









    for j=1:colsize 
        if i==1 || j==1 || i==rowsize || j==colsize 
            uncexx(i,j)=0; 
        else 
       uncexx(i,j)=sqrt((uncU(i+1,j)/(delx)).^2 + (uncU(i-1,j)/(delx)).^2); 
        end      
    end 
end 
%Calculate e'yy 





    for j=1:colsize 
        if i==1 || j==1 || i==rowsize || j==colsize 
            unceyy(i,j)=0; 
        else 
        unceyy(i,j)=sqrt((uncV(i,j+1)/(dely)).^2 ... 
        + (-1*uncV(i,j-1)/(dely)).^2); 
        end      






    for j=1:colsize 
        if i==1 || j==1 || i==rowsize || j==colsize 
            uncexy(i,j)=0; 
        else 
        uncexy(i,j)=sqrt((uncV(i,j+1)/(2*delx)).^2 + ... 
            (-1*uncV(i,j-1)/(2*delx)).^2 + (uncU(i+1,j)/(2*dely)).^2 ... 
            + (uncU(i-1,j)/(-2*dely)).^2); 
        end      









%   for i=1:rowsize 
%       for j=1:colsize 
%           if PercentW(i,j)>100 
%               PercentW(i,j)=0; 
%           end 
%       end 




%Calculate and Plot Percent Uncertainty of Vorticity*************** 
PercentW=100*abs(uncW./(max(max(abs(W)))));   
 figure 
  contourf(X,Y,PercentW) 
  c=colorbar; 
  title('Vorticity Percent Uncertainty') 
  xlabel('meters') 
  ylabel('meters') 
  ylabel(c,'Percent') 
 %*****************************************************************  
   
   
%Strain Rate Equations**********************************************  
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 PercentExx=100*abs(uncexx./(max(max(abs(exx))))); 
  figure 
  contourf(X,Y,PercentExx) 
  c=colorbar; 
  title('e_x_x Percent Uncertainty') 
  xlabel('meters') 
  ylabel('meters') 
  ylabel(c,'Percent') 
   
  PercentEyy=100*abs(unceyy./(max(max(abs(eyy))))); 
  figure 
  contourf(X,Y,PercentEyy) 
  c=colorbar; 
  title('e_y_y Percent Uncertainty') 
  xlabel('meters') 
  ylabel('meters') 
  ylabel(c,'Percent') 
   
  PercentExy=100*abs(uncexy./(max(max(abs(exy))))); 
  figure 
  contourf(X,Y,PercentExy) 
  c=colorbar; 
  title('e_x_y Percent Uncertainty') 
  xlabel('meters') 
  ylabel('meters') 
  ylabel(c,'Percent') 
%*********************************************************************** 
   
AA=uncpercent(:,:)~=Inf; 
uncpercent=uncpercent.*AA; 
%  for i=1:rowsize 
%      for j=1:colsize 
%          if uncpercent(i,j) > 100 
%              uncpercent(i,j)=100; 
%          end 
%      end 
%  end 
%  figure 
%  contourf(X,Y,uncpercent) 
%  xlabel('meters') 
%  ylabel('meters') 
%  c=colorbar; 
% ylabel(c,'Percent') 
  
%Plot Velocity Percent Error****************************************** 
figure 
contourf(X,Y,uncpercent) 







Appendix A4 – CPIV 
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%This code takes a .IM7 image from DaVis and uses the CPIV technique to 
%determine the Flame Edge 
  











%This code separates the first image from the second image********* 
[rowsize,colsize]=size(A.Data); 
for i=1:rowsize 
    for j=1:0.5*colsize 
        I1(i,j)=A.Data(i,j); 
    end 
end 
for i=1:rowsize 
    a=i; b=0; 
    for j=0.5*colsize+1:colsize 
        b=b+1; 
        I2(a,b)=A.Data(i,j); 
    end 
end 
%*********************************************   
  










    b=0; 
    for j=1:colsize 
        b=b+1; 
        W(a,b)=I(i,j); 
    end 



























IcT=IntT/IntT; % determines top mean to be 'correct', adjust bottom 
IcB=IntT/IntB; 
Icm=(IcT-IcB)/(Mean(yspanT)-Mean(yspanB)); %calculates slope 





%normalize by mean value********************************************** 





























    for j=1:colsize 
        a=a+1; 
         PDFLine(1,a)=ROI(i,j); 
135 | P a g e  
 



















    j=j+1; 
else 
    firstmax=j; 







    a=N(1,j); 
    b=N(1,j+1); 
    if a>b 
        j=j+1; 
    else minimum=j; 
        w=1; 






%GRT, set values to 1 and 0************************************** 
[rowsize,colsize]=size(I); 
for i=1:rowsize 
    for j=1:colsize 
        if ge(I(i,j),GRT)  %ge => greater or equal to 
            I(i,j)=0; 
        else 
            I(i,j)=1; 
        end 



















    a=a+1; 
    b=0; 
    for j=1:colsize 
        b=b+1; 
        Iflip(a,b)=I(i,j); 















%This code takes in an AVI file from a high speed camera and  
%seperates the images for further processing 
  

















%Define Variables Used******************************************** 
% %[Variable,map] = frame2im(move(frame#)) 
%Find the size of an individual frame 
[image1,map]=frame2im(mov(1)); 
 [sizeY,sizeX]=size(image1); 




%Begins a loop to define image variables, and to add the image******* 
for counter=56:57 
string='image'; 
    imvar=[string,int2str(counter)]; 
    [imvar,map]=frame2im(mov(counter)); 
for x=1:sizeX  
    for y=1:sizeY 
        imagesum(y,x)=imagesum(y,x)+imvar(y,x); 
    end 
end 
end 
aveimage=imagesum/counter; 
im2double(aveimage); 
imshow(aveimage) 
colorbar 
colormap(map) 
%********************************************************************* 
 
 
