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Abstract—In this paper, we develop a combinatorial method for
the evaluation of the functional yield of defect-tolerant systems-on-
chip (SoC). The method assumes that random manufacturing de-
fects are produced according to a model in which defects cause the
failure of given components of the system following a distribution
common to all defects. The distribution of the number of defects is
arbitrary. The yield is obtained by conditioning on the number of
defects that result in the failure of some component and performing
recursive computations over a reduced ordered binary decision di-
agram (ROBDD) representation of the fault-tree function of the
system. The method has excellent error control. Numerical exper-
iments seem to indicate that the method is efficient and, with some
exceptions, allows the analysis with affordable computational re-
sources of systems with very large numbers of components.
Index Terms—Combinatorial method, defect-tolerant sys-
tems-on-chip (SoC), manufacturing defects, reduced ordered
binary decision diagram (ROBDD), yield.
I. INTRODUCTION
S YSTEMS-ON-CHIP (SoCs) represent a rapidly growingfield in the electronic and computer industry [1]. Applica-
tions include wireless systems [2], 3-D graphics systems [3],
reconfigurable systems [4], and others. The high densities and
areas of those integrated systems make them very susceptible
to random manufacturing defects [5]. In fact, complex SoCs are
likely to have a very small functional yield if they are not de-
signed with built-in defect-tolerance [6]. Here, we take the usual
definition of functional yield as the probability that a system
without parametric faults will not have some random defect pre-
venting the system from functioning properly. Clearly, there is
a need for efficient methodologies for estimating the functional
yield of complex defect-tolerant SoCs. When the defect-tolerant
SoC has a simple structure, it is often possible to make ad hoc
evaluations (see, for instance, [7]–[9]). However, given the trend
towards the use of a sophisticated network-on-chip as communi-
cation subsystem among the intellectual property cores (IPs) of
the SoC [10]–[12], it is foreseeable that many defect-tolerant de-
signs will not have such a simple structure. Evaluating the yield
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of those defect-tolerant SoCs is far from being a trivial task,
mainly because of the fact that realistic defect models have clus-
tering [13] and, thus, introduce dependencies among the failed
states of the components of the system (see, for instance, [9] and
[14]). A combinatorial method for the evaluation of the func-
tional yield of defect-tolerant SoCs has already been developed
[15]. However, the computational cost of that method is rela-
tively high and the method seems to be able to handle only de-
fect-tolerant SoCs with up to a few tens of components. The aim
of this paper is to develop a more efficient combinatorial method
for the evaluation of the functional yield of defect-tolerant SoCs
which can handle much more complex systems.
We will assume that the defect-tolerant SoC is made up of
a set of components and that whether the system
is functioning or not is determined from the failed states of the
components through a fault-tree function , where
variable takes value 1 if and only if component is failed
and the function takes value 1 if and only if the system is not
functioning. We will exclude the trivial cases
and . It will be also assumed that a gate-
level description of the fault-tree function is available.
The production of defects will be modeled using two sets
of probabilities: the probabilities , that the
number of random manufacturing defects in the area occupied
by the system is , and the probabilities ,
that a given defect causes the failure of component . It will be
assumed that any given defect will result in the failure of any
given component of the system following the probabilities ,
independently of the number of defects, of whether
the remaining defects cause a component failure or not, and of
which components affect the remaining defects. That model is
useful from the designer’s point of view, since the distribution
of the number of defects , could be pro-
vided by the manufacturer of the SoC and the probabilities ,
could be estimated as follows. Let , , and
be, respectively, the area of the system, the area of component ,
and the probability that a given defect is of type . Then, we can
take , where [16] is the probability
that any given defect of type affecting component causes the
failure of the component and the sum is taken over all possible
defect types. Each probability could be estimated from the
distribution of the size of defects of type and the layout of
component using appropriate tools [17], [18].
The assumed model is consistent with all large-area clus-
tering compound Poisson models [9], [19]. Those models re-
sult by assuming that: 1) defect clusters are comparable in size
1063-8210/$25.00 © 2009 IEEE
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with the chip; 2) the number of defects in each chip follows a
Poisson distribution whose parameter is itself a random variable
with some distribution; and 3) defects are uniformly distributed
within the area of the chip; and include the widely-used nega-
tive binomial distribution model [20], [21].
From a computational point of view, it is convenient to map
the previously described model into a model taking into account
only faults, i.e., defects that cause the failure of some compo-
nent. That model includes the probabilities
number of faults is
a given fault affects component
The mapping can be performed using
where is the probability that a given defect
causes a fault.
As previously mentioned, the negative binomial distribution
is the most widely used distribution for the number of defects in
a chip. That distribution has the form
(1)
where is the expected number of defects and is the clus-
tering parameter (the clustering increases for decreasing ). It
is known (see [22]) that, when the distribution of the number
of defects is negative binomial, the distribution of the number
of faults is also negative binomial with the same clustering pa-
rameter. More precisely, when the distribution of the number of
defects is given by (1), the distribution of the number of faults is
with . A similar result holds for any large-area clus-
tering compound Poisson model [9].
The rest of the paper is organized as follows. Section II
develops and describes the method. The method will require
the construction of an reduced ordered binary decision diagram
(ROBDD) [23] representation of the fault-tree function of
the system. Section III analyzes the computational cost of
the method using scalable benchmarks and discusses how the
method compares to alternatives. Finally, Section IV presents
some conclusions. The Appendix includes the proofs of the
results on which the method is based.
II. METHOD
Let denote the functional yield of the system and let be
the functional yield conditioned on the system being affected by
faults. Using the law of total probability
The proposed method estimates with bounded from above
absolute error by truncating the summatory to and ob-
taining estimates for with bounded from above absolute
error. Let be an error control parameter, let
(2)
and assume that an estimate for is available satisfying
. Then, the method estimates with absolute
error by
The estimates are computed with the help of an ROBDD
representation of . Let denote such a repre-
sentation for a given ordering of variables. We will start by ex-
pressing the in terms of some conditional probabilities asso-
ciated with the root node of and deriving recursive expres-
sions for the conditional probabilities associated with non-ter-
minal nodes of . After that, we will show how the used
by the method are computed by approximating these recursive
expressions with bounded from above absolute error.
A. Exact
First, we introduce some notation which will be used
throughout this paper.
, “0” and “1” terminal nodes of .
Set of non-terminal nodes of .
Root node of .
, 0- and 1-successor of node , .
Boolean function represented by node ,
.
Component such that variable is
associated with node , .
If , set of components such that
variable is located not before in the
ordering of variables; otherwise.
,
, .
, .
, .
Binary random variable with value 1 if and
only if component , is affected
by some fault.
Conditional probability that a fault affects
some component in set given that it affects
some component in set , :
. We will use
the shorthand for .
Number of elements in set .
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Indicator function: 1 if condition is satisfied;
0 otherwise.
Binomial probability mass function:
.
Let , , be the probability that, given that
the set of components is affected by faults, the function
, with replaced by , , has value 11. Clearly
The , can be obtained by processing recursively
using recursive expressions for , , .
To obtain these recursive expressions we exploit the “structure”
of . Several cases will have to be considered. Two of them
will be discussed in detail next. The recursive expressions for
all possible cases will be given later in the form of a theorem.
The first case is . In that case, occupies
the last position in the ordering of variables and both and
are terminal nodes. We will obtain first for
and next for . For (no fault affects component
), variable will take the value 0 with probability 1.
But, when , is reduced to the function .
It follows that is equal to the probability that the function
takes the value 1. Since is a terminal node, this
function is the constant function and, then,
. For , all faults will affect component .
Then, with probability 1 variable will take the value 1
and will be reduced to the constant function
. Therefore, for , .
The second case is , . In
words, neither nor are terminal nodes and in the or-
dering of variables, both and are located right
after , implying . Reasoning as we did
in the previously considered case for , is equal to
the probability that the function takes the value 1. But
not being a terminal node, that probability is and,
then, . The expression for is obtained
by conditioning on the number of faults affecting component
from the faults affecting components in . The condi-
tional probability that a fault affects component given that
it affects components in is . In addition, in this
case, . Then, for ,
the faults will be distributed randomly among and the
components in following a binomial prob-
ability distribution with parameters and . Then, the
probability that no fault affects component is .
With that probability, variable will take the value 0,
will be reduced to , and the faults will affect compo-
nents in , implying that will include the contri-
bution . The probability that ,
faults affect component is . With that proba-
bility, variable will take the value 1, will be reduced
to , and the remaining faults will affect components
1For the remainder of this paper, we will refer to the probability that function
    with binary variables  replaced by the corresponding binary random
variables has value 1 simply as the probability that function    has value
1.
in , implying that will include the contributions
, . Putting everything together,
in the case , , we have, for
The following theorem gives the complete set of recursive
expressions for , , .
Theorem 1: For , the following expressions for ,
, hold.
Case a) :
Case b) :
Case c)
:
Case d) :
Case e)
:
Case f) :
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Case g)
, :
Case h)
:
Case i)
:
Case j) :
Cases a and b have already been proven; Cases c–j are proven
in the appendix.
B. Computation of
We could choose the truncation parameter so that the left
part is (i.e., using (2) with replaced by ), obtain ,
by processing bottom-up, using the recursive
expressions given by Theorem 1, and estimate the functional
yield of the system with absolute error bounded from above by
as , . However, that trivial method
has a computational cost per node, and the total cost
of the bottom-up processing of can be relatively large if is
large. In order to reduce that computational cost, in the proposed
method, as discussed, is chosen so that the left part is ,
estimates for , with absolute error bounded
from above by are obtained, and using them, estimates
for , with absolute error bounded from above by
are obtained, yielding an estimate for the functional yield
with absolute error bounded from above by . The
estimates for , will be obtained by pro-
cessing bottom-up, using approximate versions of the recur-
sive expressions of Theorem 1, in which the summatories have
been truncated. The truncations take advantage of the fact that
a Bernoulli random variable with replications and small “suc-
cess” probability has, for large , a number of successes much
smaller than with high probability. For large , the bottom-up
processing of will account for a significant portion of the
computational cost of the trivial method, the truncations of the
summatories will tend to be significant, and the computational
cost of the method will tend to be significantly smaller than in
the trivial method.
The following theorem shows how the summatories involved
in Theorem 1 can be truncated so that , are es-
timated with controlled absolute error. The theorem does not
specify the truncation points; it only gives conditions which the
truncation points have to satisfy. Efficient procedures for the se-
lection of truncation points minimizing the number of terms in
the summatories will be described after the theorem.
Theorem 2: Let , . For , let ,
be defined as follows.
Case a) :
Case b) :
where, if , then , , and
otherwise , , are integers satisfying
Case c)
:
where , are as in Case b with replaced by ,
and , , are integers satisfying
Case d) :
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where , are as in Case b.
Case e)
:
where, if , then , , and
otherwise , , are integers satisfying
Case f) :
Case g)
, :
where , are as in Case e with replaced by and
, are as in Case c.
Case h)
:
where , are as in Case e.
Case i)
:
where , are as in Case c with replaced by .
Case j) :
Then
Proof: See the appendix.
We discuss next procedures for selecting the truncation points
of the summatories involved in the previous theorem and com-
puting the truncated summatories. In Cases b, c, and d of the
theorem, we have to select and and compute
with , , satisfying
for some , . In Cases c, g, and i, we
have to select and and compute
with , , satisfying
for some , . Finally, with ,
, and , in Cases e,
g, and h, we have to select and and compute
with , , satisfying
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for some , . We note that,
in the latter case, such integers exist because, since
,
.
Let denote the largest integer . The procedure for se-
lecting and and computing is based on the fact that as
goes from 0 to , the terms , first increase mono-
tonically and next decrease monotonically, reaching their largest
value at , except when is an integer, in
which case the largest value is achieved at both
and [24]. The procedure is as follows. Starting
with , we compute
and for decreasing as long as
and either or, being , and
. After that, and are updated for increasing
as long as and either , or,
being , and . From that
point on, we continue updating and for decreasing and
increasing alternatively in a similar way until becomes
or , is reached.
The procedure for selecting and and computing is
similar. Starting with , we
compute and for decreasing as long as and
either or, being , and
. After that, and are updated for increasing
as long as and either , or, being ,
and . From that point on,
we continue updating and for decreasing and increasing
alternatively in a similar way until becomes or
, is reached.
Let denote the smallest integer . The procedure for
selecting and and computing is based on the following
lemma.
Lemma 1: Assume and , and let
, , and
, , . Then, the terms
increase monotonically as goes from 1 to and
decrease monotonically as goes from to .
Proof: See the appendix.
The procedure, which uses the fact that, since ,
, is as follows.
Starting with , we compute
and for decreasing as long as
and either , or, being , and
. After that, and are updated for increasing
as long as and either or,
being , and . From that
point on, we continue updating and for decreasing and
increasing alternatively in a similar way until becomes
or , is reached.
We can now define the , used in the method
and how they are computed. The are
The estimates , are computed by traversing
bottom-up and using the recursive expressions given in
Theorem 2 with . The truncation
points and the summatories are computed using the procedures
just described. Since , we have, by Theorem 2
as required.
Remark: For efficiency reasons, ROBDD packages typically
use ROBDDs with complement edges [25]. In those ROBDDs,
a complement edge leads to a node representing the comple-
ment of the function obtained by setting the variable associated
with the node to the value (0 or 1) associated with the edge.
In addition, the top node may represent the complement of the
function. The proposed method for computing the yield can be
easily adapted to ROBDDs with complement edges. It suffices
to set in case the top node represents the comple-
ment of the function and, in the recursive expressions for
of Theorem 2, use the complements to 1 of the values associ-
ated with the nodes reached by a complement edge, e.g., for the
node , use instead of if is a
non-terminal node and instead of if
is a terminal node, in case the 0-edge is a complement edge.
III. ANALYSIS
A. Benchmarks
We describe next the benchmarks that were used to analyze
the computational cost of the proposed method. The bench-
marks are instances of three scalable SoC examples. In all
benchmarks, the number of defects is assumed to follow a
negative binomial distribution with and the probabilities
are taken so that , implying that the
probability of any given defect causing a fault is 0.5 and that
the expected number of faults is .
As previously said, there exists a trend in the SoC commu-
nity towards the use of a network-on-chip as a communication
subsystem among the IPs. Examples of such networks include
Nostrum [26], SoCBUS [27], and SoCIN [28], which use a reg-
ular 2-D mesh topology, and SPIN [29], which uses a fat-tree
topology. Then, as our first scalable example we have chosen a
defect-tolerant SoC with a network-on-chip with a regular 2-D
mesh topology. The system, called MESH , includes
groups of IPs , interconnected by a
mesh made up of switches S. The architecture of
MESH is illustrated in Fig. 1 for the case , .
The system is functioning if unfailed IPs of every
group can communicate through the mesh with un-
failed IPs of every other group. It is assumed that links are not
affected by defects. Thus, the system can be conceptualized as
made up of only ’s and S’s. The probabilities are taken
so that, calling the probability of an and the
probability of an S, all are equal and .
The second scalable example is the defect-tolerant SoC FAT-
TREE with the architecture described in Fig. 2 for the
case , .
The system includes IPs IPA and IPs IPB inter-
connected by a -ary, -tree fat-tree [30]. The system is func-
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Fig. 1. Architecture of defect-tolerant SoC MESH (2,2).
Fig. 2. Architecture of defect-tolerant SoC FAT-TREE (2,3).
tioning if unfailed IPAs can communicate through the
fat-tree with unfailed IPBs. It is assumed that links are
not affected by defects. Thus, the system can be conceptualized
as made up of only IPAs, IPBs, and S’s. The probabilities are
taken so that, calling the probability of an IPA,
the probability of an IPB, and the probability of an S,
and .
The last scalable example is the defect-tolerant SoC ESEN
) with the architecture described in Fig. 3 for the case
, , .
The system includes groups of IPs ,
interconnected by an ESEN multiexchange interconnec-
tion network with inputs [31], through concentrators C if
, in which each switching element (S) of the first and
last stage have a redundant copy. The system is functioning if
unfailed IPs of each group can communicate
with unfailed IPs of every other group through
the ESEN network. It is assumed that links are not affected by
Fig. 3. Architecture of defect-tolerant SoC ESEN (8, 8   2).
TABLE I
CHARACTERISTICS OF THE BENCHMARKS
defects. Thus, the system can be conceptualized as made up of
only ’s, S’s, and, if , C’s. The probabilities are
taken so that, calling the probability of an ,
the probability of an S, and the probability of a C, all
are equal, , and .
Table I gives the number of components of the instances of the
scalable examples used as benchmarks in the experiments and
the numbers of gates and edges of the fault-trees which were
used to specify the fault-tree functions. Those fault-trees were
generated automatically using code specific for every scalable
example.
B. Results
All results were obtained on a workstation equipped with four
Dual-Core AMD Opteron processor chips at 2.2 GHz and 32
GB of main memory, using only one core and limiting memory
consumption to 4 GB. To build the ROBDD representations, we
used the CUDD package [25], which constructs ROBDDs with
complement 0-edges. The order of the variables was chosen
prior to building the ROBDDs using the heuristic weight de-
scribed in [32] for the MESH and ESEN ) bench-
marks, and the heuristic H4 described in [33] for the FAT-TREE
benchmarks.
We start by showing that the benchmarks cover a wide range
of design scenarios and that the proposed method can be ap-
plied to very complex SoCs for a wide range of values of the
expected number of defects . Fig. 4 plots the functional yield
of the benchmarks as a function of . We can note that the
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Fig. 4. Functional yield as a function of the expected number of defects.
Fig. 5. CPU times with      as a function of the expected number of
defects.
benchmarks cover a wide range of dependencies of the func-
tional yield with respect to . Fig. 5 gives the CPU times con-
sumed by the method with an error requirement as a
function of . As it can be seen, the method is able to compute
the functional yield with a tight error requirement for very com-
plex systems for as large as 200 in reasonable CPU times, the
only exception being the FAT-TREE (4,3) benchmark which has
only a moderate number of components (112). Attempt to apply
the method to a FAT-TREE benchmark with a larger number of
components resulted in the failure of the method due to exces-
sive memory consumption. A behavior even worse than that of
the FAT-TREE example is possible since the size of the ROBDD
is in the worst case exponential with the number of variables of
the represented function [34].
Table II analyzes the computational cost of the method in
more detail. We give the size (number of nodes) of the ROBDD
representation of the fault-tree function, the memory consump-
tion, the total CPU time (tot), and the CPU time of the bottom-up
processing of the ROBDD (proc). In all cases the computa-
tional cost both in terms of memory and CPU time is moderate.
In addition, the CPU time of the bottom-up processing of the
TABLE II
COMPUTATIONAL COST OF THE METHOD WITH     
Fig. 6. CPU times for     as a function of the error requirement  .
ROBDD is practically negligible up to and afterwards
seems to increase relatively slowly with for almost all the
benchmarks.
We analyze next the impact of the error requirement on the
CPU time. Fig. 6 shows the CPU times for as a function
of . As it can be seen, the CPU time increases moderately with
the error requirement.
To end, we analyze the extent to which the truncation of the
summatories of the recursive expressions for , re-
duces the CPU time of the bottom-up processing of the ROBDD
and the CPU time of the method for large values of . Table III
compares the CPU times of the bottom-up processing of the
ROBDD (proc) and the total CPU times (tot) for the proposed
method and for the trivial method (without truncation of sum-
matories) for and an error requirement .
The proposed method has significantly smaller CPU times than
the trivial method, with a reduction factor ranging from 2 to 21
for the CPU times of the bottom-up processing of the ROBDD
and from 2 to 15 for the total CPU times. The savings are sig-
nificantly smaller for the FAT-TREE benchmark. This has to
CARRASCO AND SUÑÉ: ROBDD-BASED COMBINATORIAL METHOD FOR THE EVALUATION OF YIELD OF DEFECT-TOLERANT SOC 215
TABLE III
IMPACT OF THE TRUNCATION OF THE SUMMATORIES
do with the fact that the benchmark has a significantly smaller
number of components, causing the “success” probability of the
Bernoulli distributions appearing in the summatories to be sig-
nificantly larger, and causing the truncations of those summato-
ries to be less significant. The values of the truncation param-
eter was 585 for the proposed method and 559 for the trivial
method.
Summarizing, the proposed method seems, with some excep-
tions, to be able to process with moderate computational cost
defect-tolerant systems with very large numbers of components
for a wide range of values of and .
C. Discussion of Alternatives
There seem to be only three immediate alternatives to the pro-
posed method: the combinatorial method described in [15], the
so-called “compounding technique” (see, e.g., [13]), and simu-
lation. The compounding technique can only be used with com-
pound Poisson models.
The method described in [15] uses reduced ordered multi-
valued decision diagrams. However, experiments in [15] indi-
cated that that method has a much larger computational cost
than the method proposed in this paper and is able to handle
efficiently only SoCs with up to a few tens of components. As
a confirmation, the method was not able to analyze any of the
five benchmarks considered in this paper with when run
with an error requirement and a memory limitation of
4 GB. In all cases, the method failed due to excessive memory
consumption.
The compounding technique exploits the fact that any com-
pound Poisson model can be interpreted as a Poisson model in
which the parameter is a random variable with some distribu-
tion, and that components are statistically independent when the
number of faults follows a Poisson distribution. Then, the yield
of the system can be computed by combining: 1) a standard
ROBDD-based combinatorial method [35] to compute the yield
of the system conditioned to the parameter of the Poisson dis-
tribution having a specified value and 2) a numerical integration
method requiring only values of the function to be integrated
to obtain the yield from values of the product of the conditional
yield and the probability density function of the parameter of the
Poisson distribution. That alternative requires the construction
of the ROBDD representation of the fault-tree function of the
system exactly as the method proposed in this paper. In addition,
it requires to make potentially many traversals of the ROBDD
with a constant cost per node in terms of CPU time consumption.
However, the method does not provide rigorous error control,
as the method proposed in the paper does. On the other hand,
the method proposed in the paper requires only one traversal of
the ROBDD but with a cost per node that depends on and ,
and has a potentially larger memory requirement resulting from
the need of storing floating-point variables per node of
the ROBDD. To compare with our method, we implemented the
compounding technique using the well-known Quadpack nu-
merical integration package [36] to perform the numerical in-
tegration and ran it on the five benchmarks with and
a target absolute error . In terms of memory con-
sumption, the alternative was cheaper in all cases. Thus, for the
MESH (8,32) benchmark it required 81.6 MB versus the 113
MB required by our method; for the MESH (32,32) benchmark,
112 MB versus 142 MB; for the FAT-TREE (4,3) benchmark,
12.7 MB versus 13.0 MB; for the ESEN (128, 32 32) bench-
mark, 57.3 MB versus 78.1 MB; and for the ESEN (512, 32
32) benchmark, 48.9 MB versus 69.6 MB. With regard to CPU
time, our method was slightly faster: 5.65 s versus 6.24 s for
the first benchmark, 2.90 versus 3.96 s for the second, 0.092
versus 0.116 s for the third, 6.71 versus 8.72 s for the fourth,
and 5.77 versus 7.46 s for the fifth. In summary, the price paid
in the proposed method in terms of computational cost seems to
be moderate and justified for having strict error control.
Simulation has clearly a smaller memory consumption than
our method. For practical purposes, that consumption is reduced
to the memory required to hold the description of the fault-tree.
On the other hand, it suffers from poor error control (simulation
offers just a confidence interval for the estimate which is known
to succeed with a given probability, assuming that the estimation
of the variance by the sample variance is accurate) and is poten-
tially very time-consuming if the yield is neither close to 0% nor
close to 100% and has to be estimated with high accuracy. To
analyze the second issue, we built an efficient simulator and ran
it on the five benchmarks with . The simulator used the
fault-tree to determine the functioning state of the SoC. Table IV
gives the computational cost of the simulation with a target 95%
confidence interval of , , and . In compar-
ison with our method (see Table II), we note that, as expected,
in all cases simulation has a significantly smaller memory con-
sumption. However, the CPU times are large, particularly when
the yield to be estimated is not too close to 100% nor to 0%
(see Fig. 4), and increase sharply with the reciprocal of the re-
quired half-width of the confidence interval. In summary, due to
its poor error control, simulation seems to be an alternative to
be used only when our method fails due to excessive memory
consumption or excessive CPU time, and in that case with a not
too tight accuracy requirement.
IV. CONCLUSION
In this paper, we have developed a new combinatorial method
for the evaluation of the functional yield of defect-tolerant SoCs.
The inputs of the method are the distribution of the number
of random manufacturing defects in the area occupied by the
system, which can be provided by the manufacturer of the SoC,
and, for each component making up the system, the probability
that a given defect causes the failure of the component, which
can be estimated from data of the manufacturing process and
the layout of the components using existing tools. The method
requires the construction of an ROBDD representation of the
fault-tree function of the system and provides rigorous error
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TABLE IV
COMPUTATIONAL COST OF SIMULATION WITH A TARGET 95% CONFIDENCE
INTERVAL OF    ,    , AND   
control. Our experiments seem to indicate that, with some ex-
ceptions, the method allows the analysis with affordable compu-
tational resources of defect-tolerant SoCs with very large num-
bers of components for a wide range of values of the expected
number of defects and the error requirement.
APPENDIX
A. Proof of Cases c–j of Theorem 1
Let be the number of faults affecting components in .
We will first justify the expressions for and next for
. For , with probability 1 variable will
take the value 0 and will be reduced to the function
. It follows that is equal to the probability that
the function takes the value 1. In Cases c, e, f, g, and i,
is not a terminal node, implying that .
In Cases d, h, and j, is a terminal node. Then, in those
cases, is the constant function and, therefore,
. The expressions for are justified next
on a case by case basis.
Case c) In this case, neither nor is a terminal node,
includes components different from not in
(the components in ), and does not
include components different from not in .
The expression is obtained by conditioning on the number
of faults affecting component from the faults af-
fecting components in . The probability that no fault
affects component is . With that proba-
bility, variable will take the value 0, will be
reduced to , and the faults will affect components
in . In that case, with probability ,
faults, will affect components in
and faults will affect components in . Let
. With probability , faults will affect
component , variable will take the value 1,
will be reduced to , and the remaining
faults will affect components in . This justifies the
recursive expression.
Case d) In this case, is a terminal node, is not a ter-
minal node, and does not include components dif-
ferent from not in . The expression is obtained
by conditioning on the number of faults affecting compo-
nent from the faults affecting components in .
The probability that no faults affects component is
. With that probability, variable will take
the value 0 and will be reduced to the constant func-
tion . The probability that , faults
affect component is . With that probability,
variable will take the value 1, will be reduced
to , and the remaining faults will affect compo-
nents in . This justifies the recursive expression.
Case e) In this case, neither nor is a terminal node,
does not include components different from
not in , and includes components different
from not in (the components in ).
The expression is obtained by conditioning on the number
of faults affecting component from the faults af-
fecting components in . The probability that no fault
affects component is . With that proba-
bility, variable will take the value 0, will be
reduced to , and all faults will affect components
in . The probability that , faults
will affect components in
with some of them affecting component is
. With that probability, variable
will take the value 1, will be reduced
to , and faults will affect components in
. This justifies the recursive
expression.
Case f) In this case, is not a terminal node, is a ter-
minal node, does not include components different
from not in , and includes components
different from . With probability , variable
will take the value 0, will be reduced to ,
and all faults will affect components in . With
probability , variable will take the
value 1 and will be reduced to the constant function
. This justifies the recursive expression.
Case g) In this case, neither nor is a terminal node,
includes components different from not in
(the components in ), and includes
components different from not in (the
components in ). The expression is obtained by con-
ditioning on the number of faults affecting component
from the faults affecting components in . The prob-
ability that no fault affects component is .
With that probability, variable will take the value
0, will be reduced to , and the faults will
affect components in . In that case, with probability
, faults, will affect components in
and faults will affect components in .
It remains to deal with the case in which some fault affects
component . The probability that , faults
will affect components in
with some of them affecting component is
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. With that probability, variable
will take the value 1, will be reduced
to , and faults will affect components in
. This justifies the recursive
expression.
Case h) In this case, is a terminal node, is not a
terminal node, and includes components different
from not in (the components in ). The
expression is obtained by conditioning on the number of
faults affecting component from the faults affecting
components in . The probability that no fault affects
component is . With that probability, vari-
able will take the value 0 and will be reduced
to the constant function . The probability that ,
faults will affect components in
with some of them affecting component
is
. With that probability, variable will
take the value 1, will be reduced to , and
faults will affect components in .
This justifies the recursive expression.
Case i) In this case, is not a terminal node, is a ter-
minal node, and includes components different from
not in (the components in ). The prob-
ability that no fault affects component is .
With that probability, variable will take the value 0,
will be reduced to , and the faults will af-
fect components in . In that case, with probability
, faults, will affect components in
and faults will affect components in .
It remains to deal with the case in which some fault affects
component . The probability that some fault affects
component is . With that probability,
variable will take the value 1 and will be re-
duced to the constant function . This justifies the
recursive expression.
Case j) In this case, both and are terminal nodes and
includes components different from . The prob-
ability that no fault affects component is .
Then, with that probability, variable will take the
value 0 and will be reduced to the constant func-
tion and, with probability , variable
will take the value 1 and will be reduced to the
constant function . This justifies the recursive ex-
pression.
B. Proof of Theorem 2
The proof is by complete induction on . The result
is trivially true for because this implies
and, then, from Case a of both Theorem 1 and the the-
orem, , . We will assume now that the
result holds for , , , and will show that,
for ,
(3)
We start by proving (3) for . Since , Case a
of the theorem is impossible. In Cases b, c, e, f, g, and i of the
theorem, we have, using the corresponding case of Theorem 1
and the induction hypothesis
In Cases d, h, and j of the theorem the result is trivial because,
using the corresponding cases of Theorem 1, .
We prove next (3) for on a case by case basis, ignoring
Case a, which is impossible since .
Case b) Let ,
. Then, using: 1) the in-
duction hypothesis; 2) , ;
3) ; and 4)
, which, we note, also holds when
, because in that case ,
(4)
Finally, using: 1) Case b of Theorem 1, 2) the induction
hypothesis, 3) inequality (4), and 4) the fact that, with
and , , we
have, for ,
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Case c) Let ,
. Then, using: 1)
the induction hypothesis, 2) ,
, 3) , which, with
, implies ,
and 4) ,
(5)
Let ,
. Reasoning
analogously as we did to obtain (4), we have
(6)
Finally, using: 1) Case c of Theorem 1, 2) inequalities (5)
and (6), and 3) the fact that, with and ,
, we have, for ,
Case d) Let , be exactly as in Case b (the integers , sat-
isfy the same conditions). Then, using: 1) Case d of The-
orem 1, 2) inequality (4), and 3) the fact that, with
and , , we have, for ,
Case e) Let
,
. Then, using: 1) the induction
hypothesis, 2) , , 3)
that, since ,
, and 4)
,
which, we note, also holds when , because
in that case ,
(7)
Finally, using: 1) Case e of Theorem 1, 2) the induction
hypothesis, 3) inequality (7), and 4) the fact that, with
and ,
, we have, for ,
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Case f) Using Case f of Theorem 1 and the induction hypothesis,
we have, for ,
Case g) Let , be exactly as in Case c (the in-
tegers , satisfy the same conditions).
Furthermore, let
,
. Reasoning analogously as we
did to obtain (7), we have
(8)
Then, using: 1) Case g of Theorem 1, 2) inequalities (5)
and (8), and 3) the fact that, with and ,
, we have, for
Case h) Let , be exactly as in Case e (the integers , sat-
isfy the same conditions). Then, using: 1) Case h of The-
orem 1; 2) inequality (7); and 3) the fact that, with
and ,
, we have, for
Case i) Let ,
. Reasoning analogously
as we did to obtain (5), we have
Then, using: 1) Case i of Theorem 1, 2) the previous in-
equality, and 3) , we have, for
Case j) The result is immediate because, using Case j of The-
orem 1, , .
C. Proof of Lemma 1
From the assumption , it is clear that
both and are 0 and 1.
Further, since , . Therefore,
for we can write
Using elementary analysis techniques it is straightforward to
show that for integer 1 and , the function
increases on and tends to as
approaches 1. Then, since
implying that, for ,
Accordingly, the term , is larger than the
preceding one if and smaller if .
This proves that the terms increase monotonically as goes from
1 to and decrease monotonically as goes from
to .
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