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Alustariippumaton ohjelmistokehitys on houkuttelevaa ohjelmistoyrityksille ja nii-
den asiakkaille, koska sillä on mahdollista toteuttaa sama sovellus usealle eri alustalle
pienemmillä kustannuksilla. Alustariippumattomuuden haasteita ovat alustojen erot
ja yhden sovelluksen mukauttaminen eri alustoille.
Tässä työssä tutkittiin alustariippumatonta ohjelmistoarkkitehtuuria, jolla olisi mah-
dollista kehittää sovelluksia selain- ja älypuhelinalustoille yhtäaikaa. Tutkimus suo-
ritettiin konstruktiivisena tutkimuksena toteuttamalla prototyyppisovellus käyttäen
analysoitavaa alustariippumatonta arkkitehtuuria. Arkkitehtuurin soveltuvuuden
arviointiin määritettiin seitsemän vaatimusta, joiden toteutumista pyrittiin todis-
tamaan prototyyppisovelluksella. Tärkeimmät vaatimukset ovat selain- Android- ja
iOS-alustojen tuki, koodin jakamisen maksimointi eri alustojen välillä ja käytettä-
vyyden räätälöinti alustakohtaisesti.
Arkkitehtuurin, sekä sillä toteutetun prototyyppisovelluksen perustana ovat React
Native-ohjelmistokehys ja React- ja Redux-kirjastot. Arkkitehtuurin rakenteen tär-
keimmät osat ovat Reactin tarjoama käyttöliittymän komponenttimalli, sekä Re-
duxin tilanhallintamalli.
Toteutettu prototyyppisovellus osoitti, että arkkitehtuurilla on mahdollista toteut-
taa alustariippumattomia sovelluksia. Asetetuista vaatimuksista toteutui neljä seit-
semästä. Arkkitehtuuri on sovelias pienikokoisiin sovelluksiin, joiden käyttöliittymä
halutaan räätälöidä eri alustoille. Arkkitehtuurin skaalautuminen suuriin projektei-
hin on vielä kyseenalainen. Arkkitehtuurin heikkouksina on sen riippuvaisuus käy-
tetyistä teknologioista ja ulkoisten kirjastojen käytön pirstaloituminen eri alustoille.
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Cross-platform software development enables software companies to create a product
for multiple platforms with less expenses. This makes it an attractive method of
development for the companies and their customers. The challenge of cross-platform
development is catering to the differences and restrictions of separate platforms.
This master’s thesis evaluates a cross-platform application that makes it possible to
create cross-platform web and mobile applications. Constructive research methods
are used in this study. A prototype application was created using the cross-platform
architecture under evaluation. Seven requirements are presented to confirm whether
the architecture would be useful for a software company. The fulfillment of these
requirements is tested using the prototype application. The primary requirements
for the architecture are support for Android, iOS and browser platforms, the maxi-
mization of code reuse for the platforms and the possibility of user interface tailoring
for specific platforms.
The cross-platform architecture is based on React Native framework and React
and Redux libraries. The most important structures of the architecture are the
component based user interface model of React and the state management pattern
of Redux.
The prototype application proved that it is possible to create cross-platform applica-
tions using the evaluated architecture. Four out of seven requirements are proven
to be fulfilled. The cross-platform architecture is appropriate for small and medium
sized applications when optimizing the user interface for each platform is a priority.
Whether the architecture scales for larger applications is yet to be proven. Weaknes-
ses of the cross-platform architecture are its dependency on the used technologies
and the challenges of having to use different third party libraries for each platform.
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11. JOHDANTO
Tässä työssä tutkitaan alustariippumatonta arkkitehtuuria, jolla voidaan kehittää
sovelluksia web- ja mobiilialustoille samanaikaisesti. React ja React Native tekno-
logioilla [26, 31] on mahdollista rakentaa alustariippumaton sovellus, joka on yh-
täaikaa natiivisovellus puhelimille, sekä web-sovellus selaimille. Tämän työn aihe
on ideoitu yhdessä Eatech Oy:n kanssa ja tutkittavan arkkitehtuurin tavoitteet on
määritetty siten, että se olisi hyödyllinen Eatech Oy:lle.
Tutkimuksen tarkoituksena on antaa ohjelmistoyritykselle keinoja kehittää ohjel-
mistoja useammalle alustalle kustannustehokkaammin. Kustannustehokkuutta voi-
daan parantaa kehittämällä sovelluksia alustariippumattomasti, jolloin tuotettua
ohjelmakoodia voidaan uudelleenkäyttää eri alustoilla. Toisena kustannuksia laske-
vana tekijänä on ohjelmistosuunnittelijoiden olemassaolevien taitojen hyödyntämi-
nen useammalle alustalle, koska alustariippumatonta ohjelmistoa voidaan kehittää
samoilla ohjelmistokielillä ja tekniikoilla.
Tutkimuksen tavoite on löytää, kehittää ja evaluoida alustariippumaton arkkiteh-
tuuri web- ja mobiiliympäristöihin, jota noudattamalla alustariippumattoman ohjel-
miston kehitys olisi mahdollisimman joustavaa ja kustannustehokasta. Tutkimusta
varten on kehitetty prototyyppisovellus käyttäen evaluoitavaa arkkitehtuuria. Pro-
totyypin tarkoitus on testata arkkitehtuurin toimivuutta käytännössä, sekä toimia
esimerkkinä yrityksen käyttöön, mikäli arkkitehtuuri osoittautuu kehityskelpoisek-
si. Kehitetylle arkkitehtuurille ja sovellukselle on asetettu vaatimuksia luvussa 2.3,
joiden perusteella niiden käyttökelpoisuutta mitataan.
Tutkimusmenetelmäksi on valittu konstruktiivinen tutkimus, koska se soveltuu hy-
vin konkreettisten ongelmien ratkaisuun. Yhteistyössä olevalle yritykselle on myös
mielekästä tuottaa prototyyppi, joka toimii esimerkkinä ja todisteena kehitettä-
vän arkkitehtuurin toimivuudesta. Prototyyppisovelluksen kautta yrityksen muiden
työntekijöiden on helpompi hahmottaa, miten alustariippumaton arkkitehtuuri toi-
mii käytännössä. Prototyyppiä voidaan käyttää mallina ja lähtökohtana, mikäli ark-
kitehtuuria kokeillaan oikeassa projektissa.
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1.1 Konstruktiivinen tutkimus
Konstruktiivinen tutkimus on tutkimusmenetelmä, jossa pyritään ratkaisemaan re-
aalimaailman ongelmia luomalla uusia konstruktioita [19]. Konstruktio on abstrakti
käsite, joka käytännössä voi tarkoittaa esimerkiksi mallia, diagrammia, suunnitel-
maa tai tietojärjestelmämallia [19]. Tässä tutkimuksessa konstruktioina toimivat se-
kä alustariippumaton arkkitehtuurimalli, että sen kelpoisuutta testaava prototyyp-
pisovellus.
Konstruktiivinen tutkimus sopii hyvin ohjelmistoalan ongelmien tutkimiseen, koska
sen ydinpiirteet edellyttävät, että tutkimus keskittyy tosielämän ongelmiin [19] ja
ratkaisuihin, jollaisia tietokoneohjelmat ovat käytännössä aina. Konstruktion toteu-
tus, tai toteutusyritys, tekee tutkimuksesta hyvin konkreettisen jolloin tuotetun rat-
kaisun käytännöllisyys tulee testattua [19]. Konstruktiivinen tutkimus myös edistää
kokemuksellista oppimista [19], josta on jo itsessään hyötyä tutkimuksen tekijälle,
sekä yhteistyössä olevalle yritykselle.
1.2 Tämän työn rakenne
Tämä työ sisältää seitsemän lukua. Luvussa 2 esitellään alustariippumattomuuden
haasteita ja etuja, sekä käydään läpi web- ja mobiilikehityksen työkaluja ja tekno-
logioita, jotka voivat olla potentiaalisia kilpailijoita ja vaihtoehtoisia tapoja toteut-
taa tämän työn alustariippumaton arkkitehtuuri. Lisäksi luvussa 2 on määritetty
kehitettävän arkkitehtuurin vaatimukset ja tavoitteet, joilla arkkitehtuurin hyödyl-
lisyyttä arvioidaan. Luvussa 3 esitellään arkkitehtuuria varten valitut teknologiat ja
kerrotaan lyhyesti niiden piirteistä ja käyttötavoista. Luku 4 kuvaa tutkittavan ark-
kitehtuurin rakenteen yleisellä tasolla. Luvussa 5 esitellään avainkohtia toteutetusta
prototyyppisovelluksesta koodinäytteillä, sekä kerrotaan arkkitehtuurilla toteutetun
sovelluksen julkaisemisesta. Luvussa 6 käydään läpi työn tulokset ja miten arkkiteh-
tuurille asetetut vaatimukset täyttyvät. Viimeinen luku 7 sisältää työn yhteenvedon.
32. TYÖN TAUSTAA
Selainrajapintojen ja web-tekniikoiden kehittyessä web-sovellukset ovat kasvavassa
määrin korvaamassa eri puhelinalustoille kehitettäviä natiivisovelluksia. Natiiviso-
vellukset tarjoavat kuitenkin edelleen etuja, joita web-sovelluksilla ei vielä saavuteta,
kuten paremman suorituskyvyn ja käyttäjäkokemuksen.
Modernit ohjelmistokehykset React Native ja NativeScript mahdollistavat natii-
vien sovellusten kehityksen selainmaailmasta tutuilla tekniikoilla [31, 54]. Yritykset
ovat kiinnostuneita hyödyntämään näitä tekniikoita, sillä ne mahdollistavat web-
osaamisen hyödyntämisen myös mobiilimaailmassa, sekä tarjoavat alustariippumat-
toman tavan kehittää mobiilisovelluksia. React Nativella tehty sovellus toimii suu-
rilta osin suoraan iOS ja Android -alustoilla.
Tässä työssä on keskitytty älypuhelimiin ja web-sovelluksiin alustariippumattomuu-
den hyödyntämisessä. Älypuhelimien käyttö on levinnyt niin valtavasti, että lähes
kaikilla suomalaisilla on nykyään älypuhelin [37]. Yleisimmät älypuhelimien käyttö-
järjestelmät ovat iOS ja Android, jotka kummatkin käyttävät sovellustensa pohja-
na eri ohjelmointikieliä. Kumpaakin käyttöjärjestelmää käytettäessä älypuhelimen
käyttötavat ovat kuitenkin hyvin samanlaiset. Sekä iOS, että Android puhelimissa
useimmiten käytetään kosketusnäyttöä laitteen pääasiallisena syötelaitteena. Tämän
takia sovellukset eri älypuhelimilla voivat noudattaa samanlaista käytettävyyden ja
käyttöliittymän rakennetta, joten alustariippumattomasti toteutettu sovellus sopii
hyvin kumpaankin älypuhelinalustaan. Web on tämän työn alustariippumattoman
arkkitehtuurin toisena puoliskona, koska se kattaa hyvin laajan skaalan laitteita.
2.1 Alustariippumattomuus
Alustariippumaton (engl. cross-platform) sovellus toimii useammalla tietokonelait-
teiston alustalla [41]. Alustalla voidaan tarkoittaa esimerkiksi erilaisia prosessoriark-
kitehtuureita tai käyttöjärjestelmiä. Eri prosessoriarkkitehtuurit voivat vaatia ohjel-
man kääntämistä tietylle konekieliselle käskykannalle. Käyttöjärjestelmillä on myös
omia vaatimuksiaan niillä suoritettavista ohjelmista.
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Erilaisten tietokonelaitteistojen kirjo on hyvin laaja nykypäivänä. Älypuhelimet,
tabletit, pelikonsolit, kannettavat- ja pöytätietokoneet koostuvat pohjimmiltaan sa-
mankaltaisista komponenteista. Ulkoiset tekijät ja käyttötapaukset kuitenkin aset-
tavat eri alustojen komponenteille erilaisia tarpeita. Älypuhelimen pieni näytön koko
ja käskyjen syöttö kosketusnäytöllä vaativat ohjelmistoilta hyvin erilaista käytettä-
vyyttä, kuin perinteisellä tietokoneella, jolla on käytössä suuri näyttö, näppäimistö
ja hiiri. Älypuhelimen prosessori ei voi olla yhtä tehokas, kuin tietokoneen, koska
sille on huomattavasti enemmän rajoitteita. Virransyöttö, tila ja jäähdytysmahdol-
lisuudet ovat kaikki rajallisempia, kuin perinteisellä tietokoneella. Alustariippumat-
tomien arkkitehtuurien ja sovellusten täytyy selvitä kaikkien tuettujen alustojen
rajoituksista, sekä tukea erilaisia käyttötapauksia ja -välineitä.
Näistä haasteista huolimatta alustariippumattomuuden tavoittelu on houkuttelevaa
ohjelmistoyrityksille ja asiakkaille. Kehittämällä sovelluksia alustariippumattomasti
voidaan saavuttaa huomattavaa säästöä kehitysajassa ja kustannuksissa [16]. Yksi
kehitystiimi voi toteuttaa sovelluksen kaikille alustoille, koska ei tarvita osaamis-
ta useamman alustan vaatimista teknologioista ja toteutustavoista [16]. Erityises-
ti tämän työn arkkitehtuuria käytettäessä on helppo löytää tarvittavan osaamisen
omaavia kehittäjiä, koska arkkitehtuurin perustana on web-teknologiat, joille löytyy
paljon osaajia, koska web-sovelluksia tehdään niin paljon nykypäivänä. Alustariip-
pumattomuudella myös saavutetaan usean alustan käyttäjät yhdellä sovelluksella
[16].
Erityisesti mobiilimaailmassa alustariippumaton sovelluskehitys on haastavaa, kos-
ka älypuhelinalustoilla on eroja. iOS:llä ja Androidilla on omat perinteiset piirteensä
sovellusten käyttöliittymissä ja niiden ulkoasuissa. Voi olla haastavaa rakentaa alus-
tariippumaton sovellus, joka näyttää kotoisalta kummallakin alustalla [16]. Sovel-
luksen käyttöliittymän räätälöinti alustakohtaisesti voisi mahdollistaa parhaan mah-
dollisen käytettävyyden jokaiselle tuetulle alustalle. Alustat myös tarjoavat omia ai-
nutlaatuisia ominaisuuksiaan, joiden hyödyntäminen voi olla mahdotonta alustariip-
pumattomassa sovelluksessa [16]. Nämä haasteet ovat tärkeä syy, miksi tämän työn
alustariippumattomassa arkkitehtuurissa halutaan mahdollistaa räätälöidyt käyttö-
liittymät eri alustoille.
Alustariippumattoman ohjelman toteuttamiseen on useita keinoja. Yksi tapa on
kääntää ohjelma erikseen jokaiselle alustalle [41]. Esimerkiksi C ja C++ -ohjelmointikielillä
toteutetut ohjelmat voidaan kääntää monelle eri alustalle, sillä ne ovat hyvin yleises-
ti käytettyjä kieliä, jonka takia valtaosalle prosessoriarkkitehtuureista on kehitetty
C++ -kääntäjä. Tämä keino pakottaa ohjelmoijan valitsemaan sellaisen ohjelmoin-
tikielen, joka on mahdollista kääntää kaikille alustoille, joita halutaan tukea. Toinen
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keino alustariippumattomuuden saavuttamiseen on käyttää sellaisia ohjelmointikie-
liä, jotka käännetään välikielelle, jota suoritetaan erillisessä ajoympäristössä. Esi-
merkiksi Java-ohjelmat käännetään tavukoodiksi, jonka Javan ajoympäristö (Java
Runtime Environment, JRE) suorittaa. Ajoympäristö on ohjelma, joka täytyy ke-
hittää ja kääntää eri prosessoriarkkitehtuureille.
Tämän työn alustariippumattomassa arkkitehtuurissa käytetään Javascriptiä ja React
Native -ohjelmistokehystä. Javascript on tulkattava skriptikieli ja sen alustariippu-
mattomuus toteutuu samalla tavalla, kuin Javalla. Javascriptiä voi suorittaa jokai-
sella alustalla, jolle on toteutettu Javascript-tulkki, tai -moottori. Käytännössä kaik-
ki nykyaikaiset selaimet sisältävät Javascript-tulkin, joka tekee Javascriptistä äärim-
mäisen alustariippumattoman. React Native on ohjelmistokehys, joka mahdollistaa
Javascriptillä toteutetun sovelluksen suorittamisen Android- ja iOS-älypuhelimilla
[31].
2.2 Web- ja mobiilikehityksen nykytila ja tulevaisuus
Web- ja mobiilikehityksen nykytilaa ja tulevaisuutta on oleellista pohtia alusta-
riippumattoman arkkitehtuurin kannalta, koska ne vaikuttavat arkkitehtuurin pit-
käikäisyyteen. Web-teknologiat ja kehitystavat kehittyvät valtavaa vauhtia. Uusia
Javascript-kehyksiä julkaistaan jatkuvasti samalla kuin vanhemmat jäävät vähem-
mälle suosiolle [11].
Javascriptin ja webin ekosysteemi on kasvanut valtavaksi. Javascriptillä kehitetään
asiakas- sekä palvelinpään ohjelmia, komentorivi-, mobiili- ja työpöytäsovelluksia.
[46]. Javascript-kirjastojen ja koodin jakamiseen kehitetty paketinhallintajärjestelmä
Node Package Manager (NPM) kuvailee itseään maailman suurimpana yksittäisenä
ohjelmistorekisterinä [2]. Se sisältääkin melkein puoli miljoonaa pakettia, jotka ovat
ilmaisia ladata ja käyttää [2]. Ohjelmointikielten suosiolistauksissa Javascript on
korkealla. TIOBE Index ja IEEE Spectrum listaavat Javascriptin seitsemänneksi
suosituksi ohjelmointikieleksi [5, 14] ja PYPL Index viidenneksi [47]. Todennäköisesti
Javascript tulee pitämään suosionsa vielä pitkään.
Web- ja mobiilisovellusten alustariippumattoman kehityksen ohella on useita mui-
ta tapoja toteuttaa sovelluksia. Muun muassa progressiiviset web-applikaatiot ja
Googlen Instant App -teknologia ovat vaihtoehtoisia tapoja kehittää sovellus, jo-
ta voi käyttää selaimilla ja mobiililaitteilla. Microsoftin ReactXP laajentaa React
Nativea tarjoamalla alustariippumattomia komponentteja, jotka toimivat mobiili-
laitteiden lisäksi myös selaimissa. NativeScript on vaihtoehtoinen ohjelmistokehys
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React Nativelle. Näiden teknologioiden piirteitä käydään tarkemmin läpi seuraavis-
sa kappaleissa.
Progressiiviset web-applikaatiot (PWA) ovat eräs vaihtoehto mobiilisovelluksille [36].
Bob Frankstonin mukaan PWA-sovelluksen tapauksessa termillä progressiivinen tar-
koitetaan lähestymistapaa, jossa sovellus käyttää hyväkseen ajoympäristönsä tarjoa-
mia ominaisuuksia sen sijaan, että sovelluksella olisi tietyt tarkat vaatimukset ym-
päristölleen [33]. Esimerkiksi progressiivinen web-applikaatio voisi hyödyntää mo-
biililaitteen kameraa, jos sellainen on käytettävissä, mutta tietokoneen selaimessa
ajettaessa sovellus mukautuisi ympäristöönsä, eikä tarjoaisi käyttäjälle kameratoi-
mintoja. Käytännössä progressiiviset web-applikaatiot ovat selainsovelluksia, jotka
hyödyntävät uusia selaimien ominaisuuksia parantamaan sovelluksen nopeutta ja
luotettavuutta [36]. Progressiivinen web-applikaatio muistuttaa natiivia mobiiliso-
vellusta, sillä sen voi lisätä älypuhelimen kotinäytölle ja käynnistää selaimen ulko-
puolelta [36]. Nämä ominaisuudet ovat mahdollisia selaimien palvelutyöläisten (engl.
service worker) ja web-manifestin avulla. Palvelutyöläiset mahdollistavat progressii-
visen web-applikaation toiminnan internet-yhteyden ollessa katkonainen lataamalla
dataa taustalla, vaikka itse verkkosivu ei olisi selaimessa auki [36, 45]. Taustalla la-
dattu data voidaan asettaa välimuistiin, jolloin progressiivinen web-applikaatio voi
toimia jollain tasolla, vaikka internet-yhteyttä ei olisi saatavilla [45].
Progressiiviset web-applikaatiot voivat tulevaisuudessa korvata natiivit mobiiliso-
vellukset. Kuitenkaan tämän työn kirjoitushetkellä niiden vaatimien ominaisuuksien
tuki selaimissa ei ole vielä täysin kattava. Internet Explorer ei tue palvelutyöläisiä
ollenkaan ja Safariin tuki on tulossa versiossa 11.1, sekä Microsoft Edgeen versios-
sa 17 [12]. Progressiivisten web-applikaatioiden mahdollisuudet on rajattu selaimien
ominaisuuksiin. Älypuhelinten ominaisuuksien, kuten paikannuksen, bluetoothin,
tai soittamisen käyttö on rajoittunut siihen miten käytössä oleva selain niitä tu-
kee. Myös sovelluksen suorituskyky on rajoittunut Javascriptin ja käytössä olevan
selaimen suorituskykyyn.
Googlen Instant App -teknologia on erittäin mielenkiintoinen mahdollisuus tulevai-
suuden mobiilikehitykseen. Instant App tarkoittaa natiivia mobiilisovellusta, jota
ei tarvitse asentaa erikseen, vaan sen voi käynnistää suoraan esimerkiksi verkkose-
laimesta [1]. Instant App yhdistää natiivien sovellusten tehokkuuden ja käyttäjä-
mukavuuden verkkosivujen helppoon löydettävyyteen ja käyttöönottoon [1]. Mikäli
Instant Appin asennus toimii yhtä helposti ja nopeasti, kuin verkkosivun lataami-
nen, niin niistä voi tulla hyvin houkutteleva tapa kehittää sovelluksia. React Na-
tive ei vielä tue Instant Appien kehitystä suoraan, joten Instant App-teknologian
hyödyntäminen tämän työn alustariippumattomassa arkkitehtuurissa on vielä puh-
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dasta spekulointia. Myöskään Apple ei ole vielä julkistanut mitään Instant App:ien
kaltaista teknologiaa, joten tulevaisuus on myös iOS:n kannalta epäselvä.
Microsoft on kehittänyt ReactXP:n, joka on Reactin ja React Nativen päälle raken-
nettu kirjasto, jolla voidaan kehittää alustariippumattomia sovelluksia [42]. ReactXP
tarjoaa alustariippumattomia käyttöliittymäkomponentteja ja rajapintoja, jotka toi-
mivat selain, iOS ja Android alustoilla [42]. ReactXP on Microsoftin Skype-tiimin
kehittämä ja se kehitettiin Skype-sovellusta varten [43].
ReactXP sopisi erinomaisesti tämän työn alustariippumatonta arkkitehtuuria var-
ten. Sitä ei kuitenkaan otettu käyttöön pääasiallisesti kahdesta eri syystä. ReactXP
on hyvin uusi tulokas. Microsoft julkaisi sen avoimena lähdekoodina huhtikuussa
2017 [43]. Tästä syystä ReactXP:n potentiaalista ja pitkäikäisyydesta ei ole vielä
tarpeeksi näyttöä. Toinen syy miksi ReactXP on jätetty tämän työn ulkopuolelle
on se, että suunniteltu alustariippumaton arkkitehtuuri on jo vahvasti riippuvainen
useammasta kirjastosta. Jokainen ylimääräinen riippuvaisuus lisää riskejä arkkiteh-
tuurin pitkäikäisyyttä ajatellen. Kirjastojen kehitys saattaa lakata tulevaisuudessa,
tai niiden kehitys voi suunnata eri suuntiin aiheuttaen ongelmia niiden yhteenso-
pivuudessa. ReactXP:llä on kuitenkin potentiaalia. Sen vertaaminen tämän työn
arkkitehtuuriin olisi mielenkiintoinen ja tärkeä jatkotutkimuksen kohde.
NativeScript on Telerik -yrityksen kehittämä ja ylläpitämä ohjelmistoalusta, jo-
ka React Nativen tavoin mahdollistaa alustariippumattomien mobiiliapplikaatioi-
den ohjelmoinnin web-tekniikoilla [54]. NativeScript tarjoaa ajonaikaisen Javascript-
ympäristön, sekä ydin-moduulit, jotka abstrahoivat iOS:n ja Androidin natiivit ra-
japinnat käytettäviksi suoraan Javascript-koodista [53]. NativeScriptiä suositellaan
käyttämään yhdessä Angular-ohjelmistokehyksen kanssa, sillä NativeScript sisältää
virallisen tuen sille [54]. Angularin käyttö ei kuitenkaan ole pakollista. Vaihtoehtona
on tehdä puhdasta Javascriptiä ilman mitään käyttöliittymäkirjastoa, tai käyttää
kokeiluvaiheessa olevaa Vue.js tukea [54].
NativeScript on hyvin mielenkiintoinen kokonaisuus ja varteenotettava vaihtoeh-
to tämän työn alustariippumattomalle arkkitehtuurille. React Native on kehittäjien
keskuudessa suositumpi kuin NativeScript tällä hetkellä [56]. React Nativea ladataan
noin seitsemän kertaa enemmän kuin NativeScriptiä NPM-paketinhallintaohjelmalla,
vaikka kumpikin teknologia on julkaistu yleiseen käyttöön lähes samaan aikaan [56].
Suurimpia eroja NativeScriptin ja React Nativen käytössä on niiden tukemat suun-
nittelumallit. NativeScriptillä käytetään usein Angular-kehystä, joka asettaa tarkat
rajat sillä kehitettyjen ohjelmien rakenteelle [51]. React Native taas rakentuu Reac-
tin ympärille, joka asettaa kehittäjille vähemmän rajoja ohjelman arkkitehtuurille,
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sillä React on vain käyttöliittymäkirjasto, eikä se aseta vaatimuksia muille ohjelman
osien toteutukselle [26]. NativeScriptin ja React Nativen vertailu vaatisi syvempää
tutkimusta, jotta voisi sanoa, että kumpi olisi parempi valinta alustariippumatto-
man arkkitehtuurin pohjaksi. Tässä työssä on valittu React Native, koska sille löy-
tyy enemmän osaamista ja kiinnostusta tämän työn kanssa yhteistyössä olevassa
ohjelmistoyrityksessä.
Selaimien ja web-teknologioiden tarjoamien ominaisuuksien ja suorituskyvyn kehit-
tyessä natiivien mobiilisovellusten osuus voi vähentyä entisestään. Jos tulevaisuu-
dessa selainsovellus näyttää ja tuntuu samalta käyttäjälle, kuin natiivi mobiilisovel-
lus, niin natiivin sovelluksen edut jäävät vähäisiksi. Tämän työn alustariippumaton
arkkitehtuuri perustuu web-teknologioille, joten jos tulevaisuudessa natiivit sovel-
lukset vähenevät, niin tällä arkkitehtuurilla opitut taidot ja tuotetut koodit voivat
olla käytettäviä vielä jatkossakin.
2.3 Kehitettävän arkkitehtuurin vaatimukset ja tavoitteet
Tutkimuksessa kehitettävän arkkitehtuurin käytölle ja toimivuudelle on esitetty vaa-
timuksia. Vaatimukset on asetettu sillä perusteella, että arkkitehtuuri olisi mah-
dollisimman käytännöllinen ja hyödyllinen ohjelmistoyritykselle asiakasprojekteihin.
Arkkitehtuurin tavoite on olla joustava ja räätälöitävä, jotta sitä voisi soveltaa eri-
laisiin projekteihin. Arkkitehtuurin vaatimukset on esitetty seuraavassa listassa:
1. Arkkitehtuurilla kehitetyn sovelluksen täytyy toimia selain, Android ja iOS
-ympäristöissä.
2. Käyttöliittymäkomponentteja lukuunottamatta mahdollisimman paljon koo-
dia pitää pystyä jakamaan eri alustojen välillä.
3. Käyttöliittymäkomponentit ja ohjelmiston käytettävyys täytyy pystyä räätä-
löimään erikseen jokaiselle alustalle.
4. Tarvittaessa myös muita ohjelman toiminnallisuuksia täytyy pystyä räätälöi-
mään eri alustoille.
5. Arkkitehtuurin täytyy olla käytännössä toteutettavissa, eikä vain teoreettisel-
la tasolla. Toisin sanoen arkkitehtuurin täytyy olla käytettävä tämän päivän
työkaluilla ja tekniikoilla hyödyntäen olemassaolevaa osaamista.
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6. Arkkitehtuurin täytyy mahdollisimman hyvin tukea muiden alustojen tuomis-
ta mukaan jälkikäteen. Esimerkiksi arkkitehtuurin mukaisesti voisi ensin to-
teuttaa pelkän selaimessa toimivan ohjelmiston, josta myöhemmin tehdään
myös mobiiliversio.
7. Vaatimukseen 6 liittyen arkkitehtuurin käyttö ei saa aiheuttaa merkittävästi
lisääntyneitä kustannuksia, mikäli sillä kehitetään sovellus vain yhdelle alus-
talle.
Selain, Android ja iOS alustoille vaaditaan tuki vaatimuksessa 1, koska ne ovat
oleellisimmat alustat ohjelmistoyrityksen liiketoiminnan kannalta. Suurin osa pro-
jekteista toteutetaan web- tai mobiilialustoille. Niiden lisäksi olisi mielenkiintoista
tutkia työpöytäsovelluksen lisäämistä arkkitehtuurin alustoihin, mutta se on rajattu
pois, koska työpöytäsovellukset ovat nykyään harvinaisempia asiakasprojekteissa.
Alustariippumattomuuden yksi suurimmista hyödyistä on ohjelmistoprojektin kus-
tannusten pienentyminen. Se saavutetaan pääosin sillä, että samaa koodia ja osaa-
mista voidaan hyödyntää eri alustoille. Tästä syystä arkkitehtuurin vaatimus 2 on
asetettu. Käyttöliittymälogiikka on tarkoituksellisesti poikkeus tässä vaatimuksessa,
koska alustakohtaisella räätälöinnillä saavutetaan parempi käytettävyys ja käyttö-
kokemus eri laitteille. Alustariippumatonta arkkitehtuuria ei ole järkevää käyttää,
mikäli käytettävyys ei ole prioriteettina. Tällaisessa projektissa selvitään vielä pie-
nemmällä työllä toteuttamalla puhdas web-sovellus, jonka voi optimoida mobiili-
käyttöön.
Vaatimusten 3 ja 4 tarkoitus on pitää arkkitehtuuri joustavana ja monikäyttöisenä.
Eri alustat tarjoavat erilaisia sisäänrakennettuja ominaisuuksia, kuten mobiililait-
teiden GPS-paikannus, joita ei ole käytettävissä kaikilla alustoilla. Arkkitehtuurin
täytyy tukea myös näiden ominaisuuksien käyttöönotto, jotta eri alustoista saadaan
kaikki hyöty irti. Myös eri alustojen käytettävyyden maksimointi vaatii joskus omi-
naisuuksien räätälöintiä.
Alustariippumattomasta arkkitehtuurista pyritään kehittämään käytännöllinen ja
realistinen, jotta sen käyttö ja jatkotutkimus olisi mahdollista heti. Vaatimus 5 on
asetettu tämän takia. Arkkitehtuurin teknologiavalinnat ovat suurelta osin tämän
vaatimuksen perusteella valittu.
Vaatimuksilla 6 ja 7 ennakoidaan ohjelmistoprojektien muuttumistarpeita. Kehitet-
tävää sovellusta voidaan haluta kokeilla ensin yhdellä alustalla. Mikäli sovellus näh-
dään toimivaksi ja suosituksi, niin voi olla kannattavaa tarjota sovellusta myös muille
alustoille. Nämä vaatimukset voivat osaltaan helpottaa projektien jatkomyyntiä, jos
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voidaan osoittaa, että sovelluksen toteutus toiselle alustalle voisi olla kustannusteho-
kasta. Joissain tapauksissa ohjelmistoprojektit eivät kuitenkaan etene suunnitellulla
tavalla, jolloin projektin laajuutta joudutaan leikkaamaan esimerkiksi jättämällä jo-
kin tuetuista alustoista toteuttamatta. Tällaisia tapauksia ennakoiden on asetettu
vaatimus 7.
Tutkimusta varten on kehitetty prototyyppisovellus, jolla on tarkoitus demonstroida
näiden vaatimusten toteutumista arkkitehtuurissa. Jokaisen vaatimuksen toteutu-
minen on hankalaa osoittaa tämän työn laajuudessa, koska se vaatisi useamman
prototyypin toteuttamista. Erityisesti vaatimukset 6 ja 7 vaatisivat erillisen kokeen.
Toteutetun prototyyppisovelluksen avulla saadaan kuitenkin osittaista informaatio-
ta myös näiden vaatimusten toteutumisesta.
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3. VALITUT TOTEUTUSTEKNIIKAT JA
SUUNNITTELUMALLIT SEKÄ NIIDEN TEORIA
Tässä luvussa esitellään toteutustekniikat ja suunnittelumallit, jotka toimivat perus-
tana alustariippumattomalle arkkitehtuurille. Tärkeimmät tekniikat ovat Javascript-
kirjastot React ja Redux, sekä React Native, joka yhdistää mobiiliapplikaation ja
React-sovelluksen. Tällä hetkellä arkkitehtuuri perustuu vahvasti näihin tekniikoi-
hin, sillä muita realistisia vaihtoehtoja ei ole vielä montaa. Varteenotettavia vaih-
toehtoja ovat NativeScript [54] ja Weex [55], sekä kauempana tulevaisuudessa We-
bAssembly [58].
Reactin ja React Nativen valintaan tässä työssä on muutama pääasiallinen syy.
Web-kehityksen painopiste yhteistyössä olevassa ohjelmistoyrityksessä on siirtymäs-
sä Reactin suuntaan. Samoin mobiilikehityksen asiakasprojekteissa otetaan yhä enem-
män käyttöön React Nativea perinteisten natiivisovellusten sijaan. Tämän työn ark-
kitehtuuri on mielenkiintoinen yhdistelmä näitä kahta teknologiaa, joiden käyttöä
ja osaamista halutaan kasvattaa yrityksessä. Yrityksen intressien lisäksi myös työn
tekijällä on henkilökohtainen tavoite kehittyä React ja React Native osaajana. Na-
tiveScript olisi todennäköisesti yhtä pätevä valinta alustariippumattoman arkkiteh-
tuurin toteuttamiseen. Jotta voitaisiin sanoa, että kumpi ohjelmistokehys olisi objek-
tiivisesti parempi vaihtoehto arkkitehtuuria varten, pitäisi suorittaa huomattavan
kattava vertailu React Nativen ja NativeScriptin välillä.
Reactin yhteydessä käytetään usein Redux-kirjastoa sovelluksen tilanhallintaan.
Alustariippumattomalle arkkitehtuurille Redux tarjoaa oivan keinon erottaa tilan-
hallinnan logiikka täysin käyttöliittymästä. Tämä parantaa koodin uudelleenkäyt-
töä arkkitehtuurissa. Miksi kuitenkin on valittu Redux, eikä jotain muuta vastaa-
vaa tilanhallinnan kirjastoa? Pääasiallinen syy on Reduxin pieni rajapinta. Redux
ei pakota ohjelmoijia toimimaan tietyllä tavalla.
Tärkeimmät kirjastojen tuomat suunnittelumallit tämän työn arkkitehtuurille ovat
Reactin käyttöliittymän komponenttimalli, sekä Reduxin tilasäiliömalli. Käyttöliit-
tymän komponenttimalli mahdollistaa käyttöliittymien räätälöinnin eri alustoille,
sekä muun ohjelmalogiikan pitämisen erillään käyttöliittymästä. Reduxin tilasäiliö-
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malli tarjoaa helposti ymmärrettävän tilanhallinnan ja ohjelmalogiikan linkityksen
käyttöliittymän komponentteihin.
3.1 Javascript
Javascript on jo pitkään ollut selaimien ja webin pääasiallinen käyttöliittymän oh-
jelmointikieli. Muita vaihtoehtoja selainsovellusten kehittämiseen ei oikeastaan ole,
sillä Javascript on ainoa ohjelmointikieli, jota lähes kaikki maailman selaimet pys-
tyvät suorittamaan. Siksi myös valitut toteutustekniikat ovat kaikki Javascriptiä
poislukien React Nativen natiivikoodi.
Javascriptin ekosysteemi mahdollistaa nopean ohjelmistokehityksen. Javascriptiä
käyttäviä kehittäjiä on suuri määrä, jotka yhdessä NPM paketinhallintajärjestel-
män kanssa tarjoavat valtavan määrän kirjastoja ja työkaluja ohjelmistojen kehittä-
miseen. React Native mahdollistaa koko Javascriptin ekosysteemin hyödyntämisen
alustariippumattomassa ohjelmistokehityksessä. Web-ohjelmoinnin maailmaan tu-
lee varmasti muitakin käytettäviä kieliä tulevaisuudessa, mutta Javascript on tällä
hetkellä niin suosittu, että se varmasti tulee elämään vielä pitkään.
3.2 React
React on Facebookin kehittämä Javascript-kirjasto, jolla tehdään käyttöliittymiä
pääasiallisesti verkkosovelluksille [26]. Toisin kuin moni muu yleisesti käytetty Ja-
vascript ohjelmistokehys, React ottaa kantaa pelkästään sovelluksen käyttöliitty-
mään. Esimerkiksi suosittu Angular-ohjelmistokehys [34] tarjoaa paljon muitakin
ominaisuuksia pelkän käyttöliittymän lisäksi. Reactissa muiden ohjelman osien to-
teutustavat jäävät täysin kehittäjän päätettäväksi. Reactin kanssa kuitenkin usein
käytetään suunnittelumallia, joka hyödyntää yksisuuntaista datavirtaa ja toimin-
toja, joilla voidaan toteuttaa React-näkymien kontrollointi. Alkuperäinen toteutus
tälle suunnittelumallille on Facebookin kehittämä Flux [24]. Tämän työn alusta-
riippumattomassa arkkitehtuurissa Fluxin-mallin sijaan käytetään Reduxia, joka
on Fluxista johdettu kirjasto, sekä arkkitehtuurimalli tilanhallintaan Javascript-
sovelluksessa. Reduxin periaate on kuvattu tarkemmin luvussa 3.4.1.
Reactin perusta on komponentit, joista käyttöliittymä rakennetaan [26]. Komponen-
tit ovat itsenäisiä käyttöliittymän osia, jotka sisältävät ohjelmalogiikkaa, sekä käyt-
töliittymän kuvaamiseen tarkoitettua JSX:ää [26]. JSX on laajennos Javascriptin
syntaksiin, joka mahdollistaa esimerkiksi HTML:n kirjoittamisen Javascript-koodin
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sekaan [27]. Se mahdollistaa täyden Javascript-logiikan hyödyntämisen komponen-
tin ulkoasun piirtämisessä [27]. Komponenteille voidaan syöttää dataa ja funktioita
parametreinä, joita kutsutaan nimellä props. Propsit mahdollistavat suurelta osin
Reactille ominaisen yksisuuntaisen datavirran. Komponentit muodostavat puura-
kenteen, jossa ylempänä puussa olevat komponentit antavat lapsikomponenteilleen
propseina vain sen osan datasta, mitä ne tarvitsevat. Tämä ajattelu myös mahdollis-
taa alustariippumattomalle arkkitehtuurille tärkeät tilattomat funktionaaliset kom-
ponentit [32]. Tilaton funktionaalinen komponentti on yksinkertaisin muoto React-
komponentista. Se on puhdas Javascript-funktio, joka ottaa parametreinään props-
objektin ja palauttaa piirrettävän elementin. Piirrettävä elementti voi olla pätkä
HTML-koodia, tai toinen React-komponentti.
Reactin suosio verkkosovellusten käyttöliittymien kehittämiseen on kasvussa. Stack
Overflown tekemän kyselyn mukaan React oli eniten kasvussa oleva teknologia oh-
jelmistokehittäjien parissa vuonna 2016 [50]. Monet isot yhtiöt, kuten Facebook,
Netflix ja Dropbox [59] käyttävät Reactia pääasialliseen verkkosovelluskehitykseen,
joten Reactin tulevaisuus näyttää tällä hetkellä vakaalta.
3.3 React Native
React Native on ohjelmistokehys ja ohjelmointialusta, joka mahdollistaa natiivien
mobiilisovellusten kehityksen Javascriptilla ja Reactilla [31]. React Native on Face-
bookin kehittämä. React Nativessa käyttöliittymää ohjataan Javascriptillä, kuten
Reactissakin, mutta käyttöliittymän näkymien komponentteina toimivat natiivit
mobiilialustojen käyttöliittymäkomponentit HTML:n sijaan. Tämä erottaa React
Nativen aikaisemmista ohjelmistokehyksistä, jotka mahdollistavat alustariippumat-
toman kehityksen web-tekniikoilla. Esimerkiksi PhoneGap ja Ionic [10, 39] ovat oh-
jelmistokehyksiä, joilla toteutetaan niin sanottuja hybrid-, tai HTML5-sovelluksia,
jotka ovat pohjimmiltaan web-sovelluksia, joita ajetaan piilotetussa selainympäris-
tössä älypuhelimessa [31]. React Nativella saavutetaan parempi käyttöliittymän suo-
rituskyky ja sulavampi käyttäjäkokemus, koska natiivit käyttöliittymäkomponentit
ovat tehokkaampia piirtää. React Nativella voidaan myös käyttää itse toteutettuja
natiiveja käyttöliittymäkomponentteja [31]. Esimerkiksi Android-käyttöjärjestelmälle
Javalla ohjelmoidut komponentit voidaan kääriä React Nativen tarjoamaan ViewManager-
luokkaan, jonka avulla natiivit komponentit ovat käytettävissä React Native sovel-
luksen Javascript-koodissa [30].
React Nativen arkkitehtuuri koostuu kolmesta osasta: natiiveista moduuleista, Ja-
vascript virtuaalikoneesta, sekä React Nativen sillasta. Natiivit moduulit sisältä-
vät alustakohtaisen natiivilla ohjelmointikielellä toteutetun osan sovellusta, jolla on
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mahdollista täydentää React Native sovellusta käyttäen kaikkia natiivin iOS:n, tai
Androidin tarjoamia rajapintoja. Monella React Nativella toteutetulla sovelluksella
ei ole kuitenkaan tarvetta sisältää mitään natiiveja moduuleita, koska suurin osa oh-
jelmakoodista on Javascriptiä. Javascript virtuaalikone onkin yhdessä React Nativen
sillan kanssa avainasemassa React Nativen toiminnassa. React Native käyttää Ja-
vascript virtuaalikoneena JavascriptCorea, joka on avoimen lähdekoodin Javascript-
moottori. Javascript virtuaalikone suorittaa kaiken React Nativella toteutetun so-
velluksen varsinaisen ohjelmalogiikan. React Native siis ei käännä Javascript koodia
natiiviksi ohjelmakoodiksi, vaan Javascriptiä ajetaan erillään muusta tarvittavasta
natiivista ohjelmakoodista. Käytännössä tämä tapahtuu suorituksen jakamisella eri
säikeisiin. Niin sanottu pääsäie suorittaa natiivia koodia ja on vastuussa käyttöliit-
tymän piirtämisestä ja käyttäjän syötteiden kuuntelemisesta. Javascript-säie ajaa
virtuaalikonetta ja on vastuussa varsinaisesta React-sovelluksesta, ohjelman tilasta
ja syötteiden käsittelystä. [48]
React Nativen silta vastaa viestien välityksestä Javascript-säikeen ja pääsäikeen vä-
lillä. Kommunikointi sillan kautta on asynkronista, jotta säikeet eivät lukitsisi toisi-
aan aiheuttaen hidastelua sovellukseen. React Nativen kehittäjät ovat toteuttaneet
räätälöidyn protokollan sillan kommunikointia varten. Protokolla lähettää viestejä
erissä ja pitää huolen että säikeet eivät koskaan käytä suoraan samaa dataa, jotta
säikeet eivät joudu kilpailutilanteisiin. [23]
React Nativea kohtaan on esitetty myös kritiikkiä. Ariel Elkin esittää React Nativen
heikkoudeksi epävarmuuden sen jatkokehityksestä [20]. Facebook ei ole julkistanut
pitkän aikavälin suunnitelmaa React Nativen ylläpitämisestä [20]. Pahimmassa ta-
pauksessa Facebook voi yksinkertaisesti lopettaa React Nativen kehityksen, jolloin
tutkittavalta alustariippumattomalta arkkitehtuurilta putoaa pohja. React Native
on kuitenkin avoimen lähdekoodin projekti, joten on mahdollista, että sen kehitys
jatkuu kolmannen osapuolen toimesta, mikäli Facebook lakkaa tukemasta sitä.
3.4 Tilasäiliöt
Tilasäiliö (engl. state container) on malli, jossa sovelluksen tila pidetään yhdes-
sä paikassa ja sitä muutetaan vain erikseen määritellyillä toiminnoilla. Tilasäiliöt
ovat nousseet suosioon web-ohjelmoinnin maailmassa Reactin yhteyteen toteutetun
Flux-mallin jälkeen. Tilasäiliöt yksinkertaistavat sovelluksen tilanhallintaa ja sen
hahmottamista. Lisäksi ne mahdollistavat tehokkaamman vikojen etsinnän. Käy-
tännössä tilasäiliöt mahdollistavat sovelluksen hahmottamisen yksinkertaisena tila-
koneena. Kaikki mahdolliset tilasiirtymät on kuvattu tilasäiliön toiminnoilla. Toi-
minnot ovat ainoa tapa muuttaa sovelluksen tilaa.
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Javascript-ekosysteemistä löytyy useita toteutuksia tilasäiliön mallille. Esimerkiksi
Redux ja MobX ovat suosittuja tilasäiliön toteutuksia, joskin MobX:n toimintape-
riaate eroaa laajalti Reduxista. Tämän luvun teoria käsittelee Reduxin kaltaista
tilasäiliötä.
3.4.1 Redux
Redux on kirjasto, joka toteuttaa tilasäiliömallin. Reduxin tavoite on olla kirjasto,
joka käyttäytyy johdonmukaisesti, toimii eri ympäristöissä ja mahdollistaa tehok-
kaan kehityskokemuksen ja testattavuuden [7]. Redux on saanut vaikutteita Flux-
mallista ja elm-ohjelmointikielestä [7, 17]. Reduxia käytetään usein Reactin kanssa,
vaikka sen käyttö olisi mahdollista lähes minkä tahansa javascript-ohjelmistokehyksen
kanssa.
Reduxia käytettäessä sovelluksen tila on yhden Javascript-objektin muodostama
puurakenne [7]. Tila sijaitsee säilössä (engl. store) ja sitä pystyy muuttamaan ai-
noastaan lähettämällä erikseen määriteltyjä toimintoja (engl. action). Toiminnot
ovat Reduxissa yksinkertaisia Javascript-objekteja, jotka kuvaavat mitä tapahtuu.
Toiminnolla on yksikäsitteinen tyyppinimi ja satunnaista dataa sisältävä kuorma.
Toimintojen kuvaavat muutokset ajetaan säilöön supistajilla (engl. reducer). Toisin-
sanoen toiminto on kokoelma dataa ja nimi, jonka perusteella supistaja tietää mitä
toiminnon datalla pitää tehdä.
Toimintojen toteuttamiseen suositellaan toimintojen luojia (engl. action creator).
Toiminnon luoja on funktio, joka palauttaa toiminnon. Mark Eriksonin mukaan toi-
minnon luojien käyttäminen on suositeltavaa, koska niillä voidaan abstrahoida toi-
mintojen kutsumiseen tarvittavaa logiikkaa. Abstrahoinnilla saavutetaan parempi
koodin muokattavuus ja vältetään kirjoittamasta samoja toimintoja useampaan ker-
taan, mikäli esimerkiksi toiminnon datan alustukseen tarvitaan enemmän logiikkaa.
Toiminnon luojat myös parantavat sovelluksen testattavuutta, koska ne mahdollis-
tavat toiminnon luojan matkimisen sitä käyttävän komponentin yksikkötesteissä.
[22]
Supistajat ovat puhtaita Javascript-funktioita, jotka ottavat parametreinaan sen
hetkisen säiliössä olevan tilan ja toiminnon. Supistajat muokkaavat tilaa toiminnon
perusteella ja palauttavat uuden tilan. Supistajat siis suorittavat tilasiirron. Supis-
tajat muistuttavat funktionaalisen ohjelmoinnin funktioita, sillä oikein tehty supis-
taja ei aiheuta sivuvaikutuksia, eikä muokkaa dataa. Datan muokkaamattomuus on
tärkeää, sillä se mahdollistaa laskennallisesti yksinkertaisen tavan tarkistaa, onko
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ohjelman tila muuttunut [8]. Redux-säilössä oleva ohjelman tila voi sisältää todel-
la monimutkaisia Javascript-objekteja, joiden muuttumattomuuden syvä tarkistus
olisi raskasta. Kun tilan datan muokkaamattomuudesta pidetään kiinni, Redux voi
suorittaa matalan tarkistuksen, jossa yksinkertaisesti verrataan Javascript-objektin
viitteitä [8]. Javascript-objektin syvä tarkastelu tarkoittaa objektin sisältämän jokai-
sen arvon yhtäläisyyden tarkistamista rekursiivisesti [8], joka on suurille objekteille
raskas operaatio.
Kuva 3.1 Datavirta Redux-sovelluksessa on yksisuuntainen.
Kuvassa 3.1 on esitetty Reduxin toimintamallin mukainen yksisuuntainen datavir-
ta sovelluksessa. Käyttäjän syötteet käyttöliittymälle laukaisevat toimintoja, jotka
muuttavat säiliössä olevaa tilaa supistajien avulla. Tilan muutoksen johdosta käyt-
töliittymäkomponentit piirretään uudelleen esittämään uutta tilaa.
Redux- ja Flux-malleja voidaan pitää vaihtoehtoisina suunnittelumalleina perintei-
selle malli-näkymä-kontrolleri-arkkitehtuurille (engl. Model-View-Controller, MVC)
[15]. Merkittävin ero näiden mallien välillä on Reduxin ja Fluxin yksisuuntainen
datavirta ja MVC-arkkitehtuurissa usein käytettävä monisuuntainen datavirta [15].
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Kuva 3.2 MVC-arkkitehtuuri. [18]
MVC-arkkitehtuurin toteutustapoja on useita. Kuvassa 3.2 on esitetty yksinker-
tainen kaavio MVC-arkkitehtuurista. Malli sisältää sovelluksen datan, näkymä on
sovelluksen käyttöliittymä ja kontrolleri ohjaa sovelluksen toimintaa. Kontrolleri
muokkaa mallin sisältämää dataa, sekä ohjaa näkymää piirtymään uudelleen. Nä-
kymä esittää mallin sisältämän datan käyttäjälle. [18]
Seuraava kuva esittää monimutkaisemman tilanteen.
Kuva 3.3 Useita malleja ja näkymiä MVC-arkkitehtuurissa. [15]
Kuva 3.3 esittää MVC-arkkitehtuuria laajemmassa sovelluksessa, jolloin on tarve
useammalle mallille ja näkymälle. Sovelluksen eri näkymillä voi olla riippuvuuksia
useaan eri malliin. Koko sovelluksen datavirran ja tilasiirtymien hahmottaminen voi
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vaikeutua, kun mallien ja näkymien määrä kasvaa suureksi [15]. Yhden mallin tai
näkymän muuttaminen voi aiheuttaa koodivirheitä useassa eri sovelluksen paikassa
[15]. Flux- ja Redux-suunnittelumallit pyrkivät ratkaisemaan tätä ongelmaa [15].
Yksisuuntaisen datavirran on tarkoitus helpottaa ohjelmoijaa hahmottamaan koko
sovelluksen tilasiirtymät, jolloin koodivirheiden määrä voisi vähentyä.
Redux sopii hyvin alustariippumattomaan arkkitehtuuriin, sillä se tarjoaa yksinker-
taisen ja yhdenmukaisen tavan hallita sovelluksen ja käyttöliittymän tilaa. Redux
toimii myös tiiviisti yhdessä Reactin ja sen komponenttien kanssa. Alustariippumat-
tomassa arkkitehtuurissa Redux on se tapa, jolla ohjelman toimintalogiikka linkite-
tään käyttöliittymän komponentteihin, jotka on räätälöity eri alustoille. Näin ohjel-
malogiikka ei tarvitse monistaa eri alustoille. Valtaosa sovelluksen ohjelmalogiikasta
voidaan rakentaa Reduxin supistajina ja toimintoina. Kaiken Redux-spesifisen ohjel-
makoodin voi jakaa täysin eri alustoille. Kuitenkaan kaikkia supistajia ja toimintoja
ei tarvitse jakaa kaikille alustoille, joten Redux mahdollistaa myös ominaisuuksien
räätälöimisen tietylle alustalle. Reduxin käyttö ei ole pakollista alustariippumatto-
muutta varten, mutta se tarjoaa ohjelmointimallin sovelluksen jaettua koodia var-
ten.
Säilö, joka sisältää koko sovelluksen tilan, mahdollistaisi myös mielenkiintoisen ta-
van yhtäaikaiseen alustariippumattoman sovelluksen käyttöön. Ohjelman tilan voisi
tallentaa palvelimelle, josta sen voisi ladata, kun käyttäjä avaa sovelluksen eri lait-
teella. Näin käyttäjä voisi jatkaa sovelluksen käyttöä välittömästi samasta pisteestä,
kuin mihin hän jäi toisella laitteella.
3.5 Käyttöliittymän komponenttimalli
Käyttöliittymän komponenttimallissa sovelluksen käyttöliittymä koostuu itsenäisis-
tä ja erillisistä komponenteista, joiden vastuualueet ovat selkeitä ja riippuvuudet
muihin ohjelman osiin mahdollisimman vähäisiä. Komponentit voivat sisältää mui-
ta komponentteja ja siten muodostaa puurakenteen, jollaisena koko sovelluksen voi
kuvata. Komponenttimallin toimivuudesta ja hyödyllisyydestä on näyttöä, sillä val-
taosa moderneista web-kehityksen ohjelmistokehyksistä toteuttaa sitä. Esimerkiksi
React, Angular, Vue ja Polymer kaikki ovat ohjelmistokehyksiä, jotka tukevat kom-
ponenttimallista ajattelua [61, 34, 26, 35]. Myös W3C työstää Web Components
-standardia [57], jonka myötä komponenttimallin toteuttamiseen ei välttämättä tar-
vitse kolmannen osapuolen kirjastoja, tai kehyksiä. Todennäköisesti käyttöliittymän
komponenttimalli tulee elämään web-kehityksessä vielä pitkään. Tässä luvussa kui-
tenkin käydään läpi komponenttimallia Reactin ja Reduxin kontekstissa.
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Dan Abramov esittää laajennoksen komponenttimalliin, jossa käyttöliittymän kom-
ponentit jaetaan kahteen kategoriaan: esityksellisiin komponentteihin ja säiliökom-
ponentteihin [6]. Kategorioita voisi myös kuvailla tyhmiksi ja älykkäiksi komponen-
teiksi [6]. Esitykselliset komponentit ovat tyhmiä, koska ne sisältävät mahdollisim-
man vähän ohjelman toimintalogiikkaa. Säiliökomponentit ovat älykkäitä, koska ne
ovat tietoisia sovelluksen tilasta ja liiketoimintalogiikasta. Abramovin mukaan tä-
mä malli helpottaa komponenttien uudelleenkäyttöä, sekä antaa komponenteille sel-
keämmät toisistaan eroavat tehtävät, joka helpottaa sovelluksen rakenteen hahmot-
tamista [6]. Tämä laajennettu käyttöliittymän komponenttimalli on yksi tärkeimpiä
suunnittelumalleja tässä työssä kehitetyssä alustariippumattomassa arkkitehtuuris-
sa. Komponenttimalli mahdollistaa käyttöliittymän ulkoasun ja sommittelun erot-
tamisen sen toimintalogiikasta. Näin voidaan räätälöidä käyttöliittymä täysin eri
alustoille siten ettei sovelluksen varsinaista ohjelmalogiikkaa tarvitse monistaa.
3.5.1 Esitykselliset komponentit
Esitykselliset komponentit huolehtivat käyttöliittymän visuaalisesta puolesta. Ne
ovat yksinkertaisia ja sisältävät mahdollisimman vähän logiikkaa. Esitykselliset kom-
ponentit saavat paremetreinään dataa, jonka perusteella komponentin esittämä osa
käyttöliittymä piirretään. Optimaalisessa tilanteessa esitykselliset komponentit eivät
pidä kirjaa omasta tilastaan, tai aiheuta sivuvaikutuksia. React-kirjastossa tällaiset
komponentit ovat tilattomia funktionaalisia komponentteja, joille on oma syntaksin-
sa [32]. Datan lisäksi esitykselliset komponentit saavat parametreinään funktioita,
joita voidaan suorittaa käyttäjän syötteiden perusteella. Esityksellisillä komponen-
teilla ei tarvitse olla riippuvuuksia muihin ohjelman moduuleihin, eikä kolmannen
osapuolen kirjastoihin, koska ne saavat kaiken tarvitsemansa parametreinä. Tämä
tekee niistä uudelleen käytettäviä ja helppoja ymmärtää.
Tämän työn alustariippumattomassa arkkitehtuurissa on tärkeää että esitykselliset
komponentit sisältävät mahdollisimman vähän logiikkaa, sillä komponenttien koo-
di pitää kirjoittaa jokaiselle alustalle erikseen. Mitä enemmän voidaan hyödyntää
Reactin tilattomia funktionaalisia komponentteja, sitä enemmän koodia pystytään
jakamaan eri alustojen välillä. Uuden alustan ottaminen mukaan projektiin helpot-
tuu, kun sovelluksen ulkoasu on täysin toteutettu tilattomilla funktionaalisilla esi-
tyksellisillä komponenteilla. Tällaiset esitykselliset komponentit on helppo toteuttaa
uudelle alustalle, koska jo käytössä olevan alustan komponentit muodostavat raken-
teen ja mallin sovellukselle, jota on voidaan seurata toteutettaessa käyttöliittymä
uudelle alustalle.
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3.5.2 Säiliökomponentit
Säiliökomponentit toimivat nimensä mukaisesti säiliöinä muille komponenteille. Nii-
den tehtävä on tarjota data ja sovelluksen käyttäytymisen logiikka esityksellisille
komponenteille [6]. Säiliökomponenteille ei toteuteta ulkoasua tai CSS-tyylejä [6].
Säiliökomponenttien käyttäminen on oleellinen osa Reduxin mallia. Reduxia käy-
tettäessä säiliökomponentit luodaan käyttäen Reduxin connect-apufunktiota, jolla
toiminnot, sekä osa Redux-säilön tilaa liitetään osaksi komponenttia.
Säiliökomponentit helpottavat sovelluksen käyttöliittymän ja sen logiikan hahmot-
tamista, koska komponenttien vastuualueet ovat selkeämmät. Esitykselliset kom-
ponentit ovat puhtaasti vastuussa sovelluksen ulkoasusta ja sommittelusta. Säiliö-
komponentit ovat vastuussa ohjelman tilan hallinnasta ja syötteiden logiikasta. Dan
Abramovin mukaan jaottelu säiliö- ja esityksellisiin komponentteihin parantaa kom-
ponenttien uudelleen käytettävyyttä, koska esimerkiksi samaa esityksellistä kompo-
nenttia voi käyttää usean eri säiliökomponentin sisällä siten, että eri säiliöt voivat
tarjota esitykselliselle komponentille erilaista dataa [6].
Alustariippumattomassa arkkitehtuurissa säiliökomponentit voivat muistuttaa toi-
siaan äärimmäisen paljon, mikäli eri alustoille ei ole tarvetta räätälöidä erilaisia
toimintoja. Esimerkiksi tässä työssä toteutetussa prototyyppisovelluksessa on säi-
liökomponentteja, jotka ovat koodiltaan identtisiä sekä web- että mobiilialustoilla.
Tällaisissa tapauksissa uuden alustan ottaminen mukaan kesken projektia voisi hel-
pottua, mikäli sovellus noudattaa alustariippumatonta arkkitehtuuria.
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4. ALUSTARIIPPUMATON ARKKITEHTUURI
Korkealla tasolla tutkittavan arkkitehtuurin ydin on ohjelmiston käyttöliittymä- ja
liiketoimintalogiikan modularisointi erilleen toisistaan. Tavoite on saavuttaa mah-
dollisimman hyvä käytettävyys ja käyttäjäkokemus eri ohjelmistoalustoilla. Paras
käytettävyys saavutetaan, kun ohjelman käyttöliittymä voidaan räätälöidä täysin
jokaiselle alustalle hyödyntäen eri alustan vahvuuksia ja kiertäen sen heikkoudet.
Liiketoimintalogiikalla tarkoitetaan ohjelmakoodia, joka käsittelee reaalimaailman
liiketoiminnan yksiköitä. Esimerkiksi pankkisovelluksessa liiketoimintayksiköitä voi-
vat olla raha, pankkitilit ja vakuutukset. WhatsApp-keskustelusovelluksen [60] lii-
ketoimintayksiköitä ovat esimerkiksi chat-viestit, keskustelukanavat ja profiilikuvat.
Liiketoimintalogiikka on ohjelmakoodi, joka käsittelee toimintoja, joissa käsitellään
tällaisia yksiköitä. Yleensä liiketoiminnan yksiköitä käsittelevä koodi ei eroa eri oh-
jelmistoalustoilla. Esimerkiksi WhatsApp-sovelluksen chat-viestien lähettäminen ta-
pahtuu ohjelmakoodissa pohjimmiltaan samalla tavalla, vaikka sovellusta käytettäi-
siin puhelimella, tai verkkoselaimella.
Alustariippumattomassa arkkitehtuurissa mahdollisimman suuri osa liiketoimintalo-
giikasta erotellaan omaan moduuliinsa. Tässä työssä toteutetussa prototyyppisovel-
luksessa liiketoimintalogiikan moduulia kutsutaan jaetuksi moduuliksi. Jaettu mo-
duuli on nimensä mukaisesti jaettu kaikille eri alustoille, joille ohjelmisto on toteu-
tettu. Jaettu moduuli voi sisältää mitä tahansa koodia, mikä nähdään mahdolliseksi
jakaa sellaisenaan jokaiselle alustalle. Tärkeää on kuitenkin, että jaetulla moduulil-
la ei pidä olla riippuvaisuuksia eri alustojen käyttöliittymiin, koska se tekee sovel-
luksen testaamisesta työläämpää, sekä voi kasvattaa koodimuutosten aiheuttamien
virheiden määrää.
Jaetun moduulin lisäksi alustariippumattoman arkkitehtuurin rakenne koostuu tuet-
tujen alustojen moduuleista. Alustojen moduulit sisältävät käyttöliittymätoteutuk-
sen kyseiselle alustalle, sekä liiketoimintalogiikan osien linkityksen käyttöliittymään.
Alustojen moduuleita voidaan ajatella itsenäisinä ohjelmina, jotka sisältävät alus-
takohtaisen alustus- ja käynnistyslogiikan.
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Kuva 4.1 Korkean tason kuvaus tutkittavasta arkkitehtuurista.
Kuvassa 4.1 on esitetty alustariippumattoman arkkitehtuurin rakenne yleisellä ta-
solla. Kuvaan on lisätty myös palvelin, joka ei varsinaisesti kuulu alustariippumat-
tomaan arkkitehtuuriin, sillä sen toteutustavoilla tai teknologioilla ei ole lainkaan
merkitystä alustariippumattomuudelle. Asiakas-palvelin-arkkitehtuuri on kuitenkin
hyvin yleisesti käytetty arkkitehtuuri web- ja mobiilisovelluksissa, joten palvelimen
liitos arkkitehtuuriin on luonnollista kuvata. Tämän työn arkkitehtuuri kattaa vain
asiakaspään sovelluksen rakenteen.
Kuvan 4.1 nuolet osoittavat moduulien riippuvaisuussuhteita toisiinsa. Jaetun mo-
duulin ei tarvitse tietää mitään alustakohtaisista web- ja mobiilimoduuleista. Web-
ja mobiilimoduulien ei taas tarvitse tietää mitään palvelimesta, koska jaettu moduu-
li sisältää ohjelmallisen rajapinnan, joka kommunikoi palvelimen kanssa. Tällaisten
yhdensuuntaisten riippuvaisuussuhteiden on tarkoitus määrittää moduuleille selkeät
vastuualueet, jotka voisivat helpottaa uusien alustojen käyttöönottoa myöhemmin
projektissa.
Kuvan 4.1 mobiilimoduuli kattaa sekä Android-, että iOS-alustojen käyttöliitty-
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män ja räätälöidyt ominaisuudet. React Native mahdollistaa yhteisen käyttöliitty-
män toteuttamisen kummallekin mobiilikäyttöjärjestelmälle. Näin on tehty myös
tämän työn prototyyppisovelluksessa. Yhteisen käyttöliittymän toteutus maksimoi
sovelluksen alustariippumattomuuden ja koodin jakamisen, mutta erillisten käyttö-
liittymien toteutus on myös mahdollista. Koko mobiilimoduulin voisi jakaa erillisiin
Android- ja iOS-moduuleihin. Näin saataisiin hyödynnettyä kunkin käyttöjärjestel-
män ainutlaatuisia ominaisuuksia mahdollisimman laajasti.
Kuva 4.2 Arkkitehtuurin vaihtoehtoinen moduulijako, jolla voidaan hyödyntää eri mo-
biililaitteiden ominaisuuksia mahdollisimman laajasti.
Kuva 4.2 havainnollistaa vaihtoehtoista alustariippumattoman arkkitehtuurin mo-
duulijakoa. Android- ja iOS-alustojen käyttöliittymät ja räätälöidyt ominaisuudet
pidetään täysin erillään toisistaan. Tämä vähentää eri alustoille jaetun koodin mää-
rää arkkitehtuuria käytettäessä, mutta mahdollistaa hyvin pitkälle räätälöidyn käyt-
täjäkokemuksen kullekin eri alustalle.
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5. PROTOTYYPPISOVELLUS
Prototyyppisovelluksen tarkoitus on toimia todisteena alustariippumattoman arkki-
tehtuurin toimivuudesta. Prototyypiksi on kehitetty sovellus, jolla voi hakea tietoa
uusista elokuvista. Sovellus hakee elokuvatietoja The Movie DB:n [4] tarjoamasta
julkisesta API:sta ja esittää ne käyttäjälle listan muodossa. Sovelluksen selainver-
siossa elokuvia voi merkitä tykätyksi. Prototyyppisovellus toimii Android- ja iOS-
mobiililaitteilla, sekä verkkoselaimilla. Prototyyppisovelluksen rakenteen suunnitte-
lussa on otettu vaikutteita Scott Luptowskin blogikirjoituksesta [40].
Tässä luvussa käydään läpi prototyppisovelluksen rakenne, sekä avainkohtia sen
koodista. Koodinäytteiden on tarkoitus osaltaan osoittaa, että prototyyppi toteut-
taa tiettyjä arkkitehtuurin vaatimuksia. Lisäksi koodinäytteet toimivat esimerkkinä
arkkitehtuurissa käytettävistä teknologioista ja ohjelmointimalleista. Prototyyppi-
sovellus toimii mallina alustariippumattomalle arkkitehtuurille myös ohjelmoijille,
jotka eivät ennalta tunne käytettyjä teknologioita.
5.1 Tiedostorakenne
Prototyyppisovelluksen tiedostorakenne ei ole välttämätön arkkitehtuuria ajatellen.
Tärkeää on lähinnä, että eri alustojen koodit ja jaettu koodi on selkeästi erotel-
tu toisistaan. Tämän työn arkkitehtuuri ei aseta vaatimuksia komponenttimallin
tiedostorakenteelle. Prototyyppisovellusta varten on pyritty valitsemaan selkeä ja
yksinkertainen tiedostorakenne. Käytetty tiedostorakenne ei välttämättä skaalaudu
suureen projektiin kovin hyvin.
Prototyyppisovelluksen tiedostorakenne on esitetty seuraavassa listauksessa:
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+-- native-client
|   |-- android
|   |-- components
|   |-- containers
|   |-- ios
|   |-- node_modules
|   |-- reducers
|   |-- store
|   |-- styles
+-- shared-package
|   |-- node_modules
|   |-- reducers
|   |-- services
+-- web-client
|-- components
|-- containers
|-- node_modules
|-- reducers
|-- stat ic
|-- store
|-- styles
|-- webpack
Program 5.1 Prototyyppisovelluksen tiedostorakenne.
Eri alustoille räätälöity koodi on eritelty omiin hakemistoihinsa: native-client ja
web-client. Nämä ovat niin sanotut alustojen moduulit: mobiilimoduuli, sekä web-
moduuli. Hakemisto shared-package sisältää kaikille alustoille jaetun koodin, eli niin
sanotun jaetun moduulin. Tällä rakenteella ohjelman toisistaan riippumattomat ja
riippuvat osat on eroteltu mahdollisimman selkeästi toisistaan. Native-client ja web-
client -hakemistojen koodit eivät ole millään tavalla riippuvaisia toisistaan. Raken-
teen toinen tavoite on mahdollistaa kummallekin alustalle erotellut npm-pakettien
riippuvuudet. Sekä alustojen moduulit, että jaettu moduuli on ohjelmoitu Javasc-
riptillä. Mobiilimoduuli voisi sisältää myös Java-, Swift- ja Objective-C -kielillä oh-
jelmoituja osia, mikäli olisi tarve toteuttaa joitain mobiilikäyttöliittymän osia äly-
puhelinalustojen natiiveilla ohjelmointikielillä. Tämä voisi olla tarpeellista, mikäli
React Nativen tarjoamat käyttöliittymäkomponentit eivät riitä sovelluksen tarpei-
siin. Prototyyppisovellus on ohjelmoitu käyttäen vain Javascriptiä.
Jos käytettäisiin kuvan 4.2 esittämää vaihtoehtoista moduulijakoa, niin native-client-
hakemiston sijaan voitaisiin käyttää erillisiä android-client ja ios-client -hakemistoja,
joiden sisältö olisi suurimmalta osin samanlainen kuin prototyyppisovelluksen native-
client-hakemiston sisältö.
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Arkkitehtuurilla ei ole erityisiä vaatimuksia alustojen hakemistojen native-client ja
web-client sisäiselle rakenteelle. Prototyyppisovelluksella on valittu yksinkertainen ja
yleisesti React-projekteissa käytetty rakenne. Kummallakin alustalla on components-
hakemisto esityksellisille komponenteille, sekä containers-hakemisto säiliökomponen-
teille. Store-hakemisto sisältää Redux-säilön alustuskoodin. Reducers-hakemistot si-
sältävät alustakohtaisten supistajien koodit. Alustakohtaisilla supistajilla voidaan
räätälöidä ominaisuuksia eri alustoille. Reducers-hakemistoja ei tarvita, jos arkki-
tehtuuria käyttävä sovellus ei tarvitse lainkaan alustakohtaisesti räätälöityä toimin-
talogiikkaa. Styles-hakemistot sisältävät alustariippuvaiset ylätason tyylimääritte-
lyt. Komponenttien omat hakemistot voivat sisältää komponenttikohtaiset tyylit.
Web-client -hakemisto sisältää webpack- ja static-hakemistot, joissa on web-alustan
webpack-konfiguraatiot ja staattiset tiedostot, kuten kuvat ja ajamista varten pake-
toitu javascript-koodi. Native-client -hakemisto sisältää React Nativen generoimat
ios- ja android -hakemistot, jotka sisältävät mobiilialustariippuvaista koodia.
Shared-package -hakemisto sisältää alustariippumattoman jaettavan ohjelmalogii-
kan, eli niin sanotun jaetun moduulin. Sen tärkein alihakemisto on reducers, joka si-
sältää valtaosan sovelluksen Redux-supistajien koodista. Services-alihakemistossa on
muita alustariippumattomia javascript-moduuleita. Prototyyppisovelluksessa shared-
package:n sisältö on vähäinen, koska prototyyppi on hyvin pieni ohjelma. Arkkiteh-
tuuri ei aseta erityisiä vaatimuksia shared-packagen rakenteelle.
Alustojen hakemistot, sekä shared-package sisältävät oman package.json-tiedostonsa
ja node_modules-hakemistonsa. Npm-pakettien erottelu alustojen välillä on erityi-
sen tärkeää, koska sekä web, että mobiilialustat käyttävät samoja paketteja riip-
puvuutena. Esimerkiksi kummallakin alustalla on riippuvuus React-pakettiin. Jois-
sain tilanteissa on mahdollista, että eri alustat vaativat riippuvuuden saman pake-
tin eri versioihin. Näin tapahtui prototyyppisovelluksen kehityksessä, kun käytetty
React Nativen versio vaati riippuvuuden Reactin beta-versioon, joka ei ollut vakaa
web-kehityksessä. Kullekin alustalle toimivien pakettiversioiden löytäminen osoit-
tautui hyvin työlääksi, jos käytössä ei ollut eri alustoille eroteltuja riippuvuuksia.
Package.json-tiedoston lisääminen jaetulle moduulille ei ole pakollista. Mikäli näin ei
halua tehdä, täytyy jaetun moduulin vaatimat npm-riippuvuudet lisätä kummalle-
kin alustalle omiksi riippuvuuksiksi. Jaetun moduulin oman package.json tiedoston
käyttö on kuitenkin suositeltavaa, koska siten koodin lukijan on helpompi ymmär-
tää, että mitkä riippuvuudet yksinomaan jaettua moduulia varten. Jaetusta moduu-
lista koostuu myös oma itsenäinen kokonaisuutensa, joka esimerkiksi mahdollistaa
sen yksikkötestauksen irroitettuna alustariippuvaisesta koodista. Jaetun moduulin
kehityksen aikaiset npm-riippuvuudet, eli package.json-tiedoston devDependencies-
kentän paketit, kannattaa asettaa tavallisiksi riippuvuuksiksi. Siten kehitystyö on
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helpompaa, koska ei ole tarvetta asentaa npm-paketteja erikseen jaetulle moduulil-
le.
5.2 Käyttöliittymäkomponentit
Prototyyppisovelluksen käyttöliittymä on toteutettu Reactilla noudattaen jakoa esi-
tyksellisiin komponentteihin ja säiliökomponentteihin. Kaikki komponentit on toteu-
tettu alustakohtaisesti arkkitehtuurin mukaisesti.
Kuva 5.1 Prototyyppisovelluksen web-moduulin komponenttien ja jaetun moduulin väliset
riippuvuudet elokuvalistauksessa.
Kuvassa 5.1 on esitetty web-moduulin käyttöliittymäkomponenttien ja jaetun mo-
duulin välisiä riippuvuuksia. Kuva kattaa elokuvien listauksen käyttöliittymän, joka
muodostaa suurimman osan koko prototyyppisovelluksen käyttöliittymästä. Kuvasta
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havaitaan miten MovieList-säiliökomponentti on riippuvainen jaetun moduulin su-
pistajasta ja säilöstä. Säilö pitää sisällään koko sovelluksen datan ja tilan. MovieList-
supistaja sisältää elokuvalistaukseen liittyvät toiminnot, eli funktiot, jotka muutta-
vat ohjelman tilaa säilössä. MovieList-säiliökomponentti lukee elokuvien listaukseen
tarvittavan datan säilöstä ja toiminnot supistajalta. Data ja toiminnot annetaan
parametreinä MovieListView-esitykselliselle komponentille, joka piirtää elokuvalis-
tauksen datan perusteella. Parametreinä annetut toiminnot linkitetään käyttöliitty-
män painikkeisiin, jolloin niitä suoritetaan käyttäjän antaessa syötteitä ohjelmalle.
Näin esitykselliset komponentit käyttävät dataa ja ajavat ohjelmakoodia, joka sijait-
see jaetussa moduulissa. Esityksellisillä komponenteilla ei kuitenkaan ole suoria riip-
puvuuksia jaettuun moduuliin. Kuvassa olevien MovieList-säiliökomponentin, Mo-
vieListView -esityksellisen komponentin, sekä MovieList-supistajan ohjelmakoodeja
käydään tarkemmin läpi myöhemmin tässä luvussa.
Ohjelmakoodit 5.2 ja 5.3 esittävät toiminnallisesti saman esityksellisen käyttöliitty-
mäkomponentin erot web- ja mobiilialustoille. Prototyyppisovelluksen tapauksessa
nämä komponentit ovat hyvin samankaltaisia, koska prototyypillä halutaan esittää,
mitä eroavaisuuksia eri alustojen välillä on minimitapauksessa. Komponentit voisi-
vat olla täysin erilaisia, jos halutaan tehdä erilaiset räätälöidyt käyttöliittymät eri
alustoille.
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1 import React from 'react';
import MovieCard from './MovieCard';
3
export const MovieListView = (props) => {
5
i f (!props.movies || !props.movies.data){
7 return (<div>No movies :(</div>);
}
9
return (
11 <div style={styles.movieList}>
{props.movies.data.map(movie => (
13 <MovieCard
key={movie.id}
15 movie={movie}
removeMovie={props.removeMovie}
17 toggleMovieLiked={props.toggleMovieLiked}>
</MovieCard >
19 ))}
</div>
21 );
}
23
const styles = {
25 movieList: {
display: 'flex',
27 justifyContent: 'space-around',
flexDirection: 'row',
29 flexWrap: 'wrap',
}
31 }
33 export default MovieListView;
Program 5.2 Esimerkki prototyypin MovieListView esityksellisestä komponentista
web-alustalle.
Ohjelmakoodissa 5.2 on web-alustan MovieListView-komponentti kokonaisuudes-
saan. MovieListView-komponentilla näytetään lista elokuvia, jotka on ladattu The
Movie DB-rajapinnan [4] kautta. Elokuvia voi merkitä tykätyksi, tai poistaa näky-
vistä. Komponentti on tilaton ja funktionaalinen. Toisin sanoen se on yksinkertainen
funktio, joka ottaa parametriksi props-objektin ja palauttaa JSX-elementin. Koodin
5.2 riveillä 11-20 on määritelty paluuarvon JSX, joka sisältää HTML-elementtejä,
muita React-komponentteja, sekä puhdasta Javascript-koodia. MovieCard-elementti
on toinen prototyypin esityksellinen komponentti, jonka tehtävä on näyttää eloku-
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van tiedot kortin muodossa. Komponentin tyylit on määritelty Reactin yhdelle riville
sijoittuvina tyyleinä (engl. inline styles) [28] riveillä 24-30. Alustariippumaton ark-
kitehtuuri ei määrittele tapaa, jolla tyylit kuuluu kirjoittaa. Tämä tapa on valittu
prototyyppisovellukseen sen yksinkertaisuuden takia.
Ohjelmakoodissa 5.2 rivillä 17 MovieCard-komponentille annetaan parametrinä funk-
tio toggleMovieLiked. Tämä funktio on esimerkki toiminnallisuudesta, joka on to-
teutettu vain web-alustaa varten. Alla olevassa mobiilialustan ohjelmakoodissa 5.3
toggleMovieLiked-funktiota ei ole käytetty. Tämä on yksinkertaisin tapa toteuttaa
jokin toiminto vain yhdelle tuetulle alustalle.
Web-alustan esityksellisessä komponentissa on käytetty CSS-tyylien Flexbox-ominaisuutta
käyttöliittymän latomiseen. Flexboxin käyttö on mahdollista mobiilikäyttöliittymis-
sä, sillä React Native tukee sitä [29]. Tästä syystä Flexboxin käyttö voi olla hyö-
dyllistä myös web-alustan puolella, koska silloin eri alustojen käyttöliittymän tyyli-
määrittelyt voidaan pitää yhdenmukaisina.
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1 import React from 'react';
import { View, Text, FlatList } from 'react-native';
3 import MovieCard from './MovieCard';
5 export const MovieListView = (props) => {
7 i f (!props.movies || !props.movies.data){
return (<Text>No movies :(</Text>);
9 }
11 return (
<View style={styles.movieList}>
13 <FlatList
data={props.movies.data}
15 renderItem={({item}) =>
<MovieCard
17 key={item.id}
movie={item}
19 removeMovie={props.removeMovie}>
</MovieCard >}
21 />
</View>
23 );
}
25
const styles = {
27 movieList: {
display: 'flex',
29 flexDirection: 'column',
}
31 }
33 export default MovieListView;
Program 5.3 Esimerkki prototyypin MovieListView esityksellisestä komponentista
mobiilialustalle.
Ohjelmassa 5.3 on webiä vastaava mobiilialustan MovieListView-komponentti. Kom-
ponentin koodi on lähes identtinen web-alustan komponentin kanssa. Merkittävin
ero on komponentin käyttämissä JSX-elementeissä. HTML-elementtien sijaan käy-
tetään React Nativen omia komponentteja, kuten View, Text ja FlatList.
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1 import { connect } from 'react-redux';
import MovieListView from '../components/MovieListView';
3 import {fetchMovies , removeMovie , toggleMovieLiked}
from '../../shared-package/reducers/MovieListReducer';
5
const mapActionCreators = {
7 fetchMovies ,
removeMovie ,
9 toggleMovieLiked ,
};
11
const mapStateToProps = (state) => ({
13 movies: state.discoverList.movies
});
15
export default connect(mapStateToProps , mapActionCreators)(MovieListView);
Program 5.4 Esimerkki prototyypin MovieList-säiliökomponentista.
Koodinäyte 5.4 sisältää MovieList-näkymän säiliökomponentin. Säiliön tehtävä on
yksinkertainen. Se linkittää tarvittavan osan sovelluksen Redux-tilasta ja toimin-
noista esitykselliseen komponenttiin. Tässä tapauksessa säiliön käärimä esitykselli-
nen komponentti on aiemmin esitetty MovieListView. Koodirivin 6 mapActionCreators-
objektilla määritetään Redux-toiminnot, jotka välitetään esitykselliselle komponen-
tille. Rivin 12 mapStateToProps-funktiolla voidaan ottaa koko sovelluksen tilasta
tarvittava osa, joka välitetään komponentille. MapStateToProps-funktion palautta-
ma JSON-objekti välittyy props-parametrina MovieListView-komponentille. Props-
parametri on esitetty koodissa 5.3 rivillä 5. Ohjelma 5.4 on minimaalisin esimerk-
ki säiliökomponentista. Tarvittaessa komponentti voisi kääriä sisäänsä useamman
esityksellisen komponentin, tai se voisi sisältää Reactin elinkaarifunktioita, joiden
avulla se voisi esimerkiksi ladata dataa ulkoisesta palvelusta.
Esimerkki 5.4 esittää web-alustan MovieList-säiliökomponentin koodit. Mobiilialus-
tan MovieList-säiliökomponentti on lähes identtinen esimerkin 5.4 kanssa. Oleellise-
na erona on kuitenkin se, että eri alustoilla säiliökomponentti käärii alustakohtaisen
esityksellisen komponentin. Eri alustojen säiliökomponentit voivat myös liittää alus-
tariippuvaisia toimintoja ja dataa komponentteihin. Rivillä 9 on liitetty vain web-
alustaa varten toiminto toggleMovieLiked. Koodin uudelleenkäytön maksimoimisek-
si identtiset säiliökomponentit voisi toteuttaa alustariippumattomiksi käyttämällä
ympäristömuuttujaa, joka kertoo koodille, että mikä alusta on kyseessä. Ympäristö-
muuttujan perusteella säiliökomponentille voitaisiin antaa parametriksi eri alustojen
esityksellisiä komponentteja. Tämän työn alustariippumattomassa arkkitehtuurissa
näin ei kuitenkaan ole tehty, koska se heikentäisi koodin rakenteen selkeyttä. Alus-
5.3. Redux-rakenne 33
tariippumattomat säiliökomponenttien pitäisi sijaita sovelluksen jaetussa moduulis-
sa, joka johtaisi ylimääräisiin riippuvuuksiin. Jaettu moduuli tulisi riippuvaiseksi
alustakohtaisista esityksellisistä komponenteista. Suuressa sovelluksessa osa säiliö-
komponenteista voisi olla alustariippuvaisia ja osa riippumattomia, joka heikentäi-
si sovelluksen rakenteen hahmottamista huomattavasti. Muun muassa tästä syystä
arkkitehtuurin vaatimuksessa 2 käyttöliittymäkomponentit jätetään koodin uudel-
leenkäytön maksimoinnin ulkopuolelle.
5.3 Redux-rakenne
Alustariippumaton arkkitehtuuri ei aseta muita vaatimuksia sen Redux-rakenteelle,
kuin että alustariippumattomat supistajat tulee sijoittaa jaettuun moduuliin ja alus-
takohtaiset supistajat eri alustojen moduuleihin. Reduxin supistajien, toimintojen
ja säilön toteutukselle on erilaisia tapoja. On usein suositeltavaa käyttää esimerkiksi
Immutable.js-kirjastoa [25], joka helpottaa Redux-säilön datan hallintaa. Asynkro-
nisten toimintojen toteutusta voi helpottaa redux-thunk, tai redux-saga -kirjastoilla
[9, 21]. Prototyyppisovelluksen Redux-rakenne on selkeyden vuoksi tehty yksinker-
taiseksi käyttäen vain vähän ulkoisia kirjastoja.
Koodiotteissa 5.5, 5.6 ja 5.7 on esitetty prototyyppisovelluksen MovieList-näkymän
Redux-supistaja ja -toiminnot. Prototyyppisovelluksen toiminnot, niiden vakiot ja
supistaja on sijoitettu samaan tiedostoon, jotta niiden keskenäiset riippuvuudet oli-
si helpompaa hahmottaa. Toiminnot ja vakiot erotellaan usein omiin tiedostoihinsa
Reduxia käyttävissä projekteissa. Tätä mallia voisi käyttää myös alustariippumat-
tomassa arkkitehtuurissa.
/*******************
2 Constants
*******************/
4 export const FETCH_MOVIES_START = 'FETCH_MOVIES_START';
export const FETCH_MOVIES_SUCCESS = 'FETCH_MOVIES_SUCCESS';
6 export const FETCH_MOVIES_ERROR = 'FETCH_MOVIES_ERROR';
export const REMOVE_MOVIE_FROM_DISCOVER = 'REMOVE_MOVIE_FROM_DISCOVER';
8 export const LIKE_MOVIE_TOGGLE = 'LIKE_MOVIE_TOGGLE';
Program 5.5 Prototyypin MovieList-supistaja: toimintojen vakiot.
Koodinäyte 5.5 sisältää toimintojen vakiot. Vakiot kuvaavat toimintojen tyyppiä
ja toimivat yhtäaikaa niiden yksilöivänä tunnisteena. Supistajat suorittavat tietyn
haaran koodista niille annetun toiminnon tunnisteen perusteella, kuten huomataan
myöhemmin koodinäytteessä 5.7. Suuremmassa sovelluksessa toimintojen vakiot voi
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olla järkevää sijoittaa samaan tiedostoon, jotta niiden yksilöllisyys on helpompi to-
teuttaa. Supistajat saattavat suorittaa väärää koodia, mikäli useammalla toiminnol-
la on sama tunniste.
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/*******************
2 Action Creators
*******************/
4 import api from '../services/moviedbApiWrapper';
6 export function fetchMovies() {
return (dispatch , getState) => {
8 dispatch(fetchMoviesStart());
return api.fetchPopularMovies().then((response) => {
10 var movies = api.mapMoviesResponse(response.data);
dispatch(fetchMoviesSuccess(movies));
12 })
.catch(() => {
14 dispatch(fetchMoviesError());
});
16 };
}
18
export function fetchMoviesStart() {
20 return {
type: FETCH_MOVIES_START ,
22 payload: {
loading: true,
24 error: false,
data: []
26 }
};
28 }
30 export function fetchMoviesSuccess(movies = []) {
return {
32 type: FETCH_MOVIES_SUCCESS ,
payload: {
34 loading: false,
error: false,
36 data: movies
}
38 };
}
40
...
42
export function removeMovie(id = 0) {
44 return {
type: REMOVE_MOVIE_FROM_DISCOVER ,
46 payload: id
}
48 }
Program 5.6 Prototyypin MovieList-supistaja: toiminnot.
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Koodissa 5.6 on esitetty MovieList-supistajan toiminnot. Prototyyppisovelluksessa
on käytetty hyväksi havaittua toiminnon luoja -mallia [22], sekä Redux Thunk -
kirjastoa [9]. Koodissa on kuvattu elokuvien lataamiseen käytetyt toiminnot, sekä
elokuvan poistaminen listauksesta. Elokuvan lataaminen on toteutettu asynkroni-
sella toiminnolla fetchMovies, joka lataa elokuvia The Movie DB:n rajapinnasta
käyttäen prototyyppisovelluksen moviedbApiWrapper-moduulia. Datan latauksen
alussa suoritetaan fetchMoviesStart-toiminto, jolla voidaan kertoa käyttöliittymälle
latauksen aloittamisesta. Datapyynnön valmistuttua kutsutaan joko fetchMovies-
Success, tai fetchMoviesError, sen mukaan onnistuiko pyyntö, vai ei. Toimintojen
kuormana (engl. payload) on uudet arvot datalle, jonka supistaja asettaa sovelluksen
uudeksi tilaksi koodiotteessa 5.7.
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/*****************************
2 Reducer
**************************/
4 const initialState = {
movies: {
6 loading: false,
error: false,
8 data: [],
10 },
};
12
export default function reduce(state = initialState , action) {
14 switch (action.type) {
16 case FETCH_MOVIES_START:
case FETCH_MOVIES_SUCCESS:
18 case FETCH_MOVIES_ERROR:
return {
20 ...state,
movies: Object.assign({}, action.payload)
22 };
24 case REMOVE_MOVIE_FROM_DISCOVER:
var newMovies = state.movies.data.slice();
26 newMovies = newMovies.filter(m => m.id != action.payload );
28 var newState = {
...state,
30 movies: Object.assign({}, state.movies)
};
32 newState.movies.data = newMovies;
return newState;
34
...
36
default:
38 return state;
}
40 }
Program 5.7 Prototyypin MovieList-supistaja: reducer-funktio.
Ohjelmassa 5.7 on MovieList-supistaja ja sen alkutila. Supistaja ottaa parametreik-
seen sen hetkisen tilan ja suoritettavan toiminnon. Rivin 4 initialState-objektilla
määritetään supistajan käsittelemä osuus koko sovelluksen tilasta. Tämä toimin-
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nallisuus on osa Reduxia ja se mahdollistaa tehokkaasti vastuualueiden erottelun
periaatteen noudattamisen. Supistajien väliset riippuvuudet toisiinsa voidaan mini-
moida, jolloin koodimuutokset ovat vähemmän työläitä ja virhealttiita.
Rivillä 13 alkaa itse supistajan reduce-funktio. Supistajan voisi ohjelmoida monella
eri tavalla. Prototyyppisovellukseen on valittu switch-lausekkeella toteutettu supis-
taja, koska se on selkeä ja yksinkertainen supistajafunktion malli. Koodiotteessa 5.5
esitetyt toimintojen vakiot muodostavat switch-lausekkeen tapaukset. Elokuvien la-
taukseen liittyvien toimintojen toteutus on yksinkertainen. Niissä toiminnon kuor-
ma asetetaan suoraan MovieList-supistajan uudeksi tilaksi. Uuden tilan asettami-
nen suoritetaan käyttäen Object.assign-funktiota [3], jolla luodaan uusi Javascript-
objekti supistajan tilaksi. Supistajafunktio palauttaa aina lopuksi uuden tilan. Re-
duxissa on olennaista, että tilamuutoksia ei tehdä sijoittamalla olemassaolevaan ti-
laan uusia arvoja, vaan uusi tilaobjekti on kopio vanhasta tilasta uusilla arvoilla.
Tilan kopiointi arvojen sijoittamisen sijaan on tärkeää sivuvaikutusten välttämisek-
si.
5.4 Sovelluksen koonti ja julkaisu
Alustariippumattomalla arkkitehtuurilla kehitetyn sovelluksen koontiin käytetään
paketoijia. Paketoijat kääntävät, yhdistävät ja käsittelevät ohjelman lähdekoodia
ja muita tiedostoja synnyttäen paketin, joka sisältää kaiken ohjelman ajamiseen
tarvittavan sisällön. Alustariippumaton arkkitehtuuri hyödyntää kahta paketoijaa
web- ja mobiilikehitykseen.
Webpack on nimensä mukaisesti web-kehityksessä käytetty paketoija. Webpack ra-
kentaa rekursiivisesti sovelluksesta riippuvuusgraafin, johon otetaan mukaan kaikki
koodimoduulit, joita sovelluksessa käytetään. Graafin perusteella sovellus paketoi-
daan yhteen tai useampaan pakettiin. Webpack osaa automaattisesti jättää käyt-
tämättömät koodimoduulit paketista ulos. Riippuvuusgraafin rakennus alkaa lähtö-
pisteistä, joita voi konfiguroida useamman. [52]
React Native sisältää oman paketoijansa React Native Packagerin, joka toimii sa-
moilla periaatteilla kuin Webpack. React Native Packager hoitaa sovelluksen koo-
dien koonnin mobiilialustoille. Mobiilialustojen moduulien pystytyksessä on tärkeää
lisätä koko sovelluksen juurihakemiston polku React Native Packagerin rn-cli.config
-tiedostoon. Tämä täytyy tehdä, koska mobiilialustojen moduulit sisältävät riippu-
vuuksia jaettuun moduuliin, joka sijaitsee mobiilialustojen moduulien hakemiston
ulkopuolella.
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Alustariippumattomassa arkkitehtuurissa Webpackin ja React Native Packagerin
rakentamat riippuvuusgraafit ovat tärkeitä. Eri alustoilla toimiville versioille asete-
taan eri lähtöpisteet. Selainversion lähtöpiste on index.html-tiedosto, joka sisältää
verkkosivun uloimman tason HTML-sommittelun. Android-sovelluksen Javascript-
koodin lähtöpiste on index.android.js ja iOS-sovelluksella index.ios.js. Index-tiedostot
sisältävät sovelluksen React-komponenttien ylimmän tason komponentin, joka sisäl-
tää kaiken muun käyttöliittymän. Erillisten lähtöpisteiden avulla sovelluksen selain-
versioon ei yhdistetä mobiilialustoille räätälöytyä koodia, jota se ei tarvitse, koska
mobiilialustojen moduuleita ei aseteta riippuvuuksiksi selainversion koodeissa.
Alustariippumattoman sovelluksen julkaisu tuotantoon pitää tehdä erikseen eri alus-
toille. Selainsovelluksen julkaisu tapahtuu ajamalla tuotantojulkaisua varten konfi-
guroitu Webpack-skripti. Android- ja iOS-sovellusten julkaisu on monimutkaisem-
paa, sillä niitä varten täytyy noudattaa Google Playn ja iOS App Storen vaatimuk-
sia sovellusten julkaisua varten. Spencer Carli on kirjoittanut kätevät ohjeet React
Native-sovelluksen julkaisua varten [13]. Alustariippumattomuus ei aseta erillisiä
vaatimuksia iOS- ja Android-alustoille julkaisua varten. Alustariippumattoman so-
velluksen julkaisut eri alustoille kannattaa kuitenkin suunnitella huolella, sillä jul-
kaisu Android- ja iOS-alustoille on huomattavasti hitaampaa, kuin selainversion jul-
kaisu. Julkaisuversioiden vaatimat koodimuutokset täytyy pitää hallinnassa, mikäli
eri alustoille tehdään julkaisuja eri aikaan.
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6. TYÖN TULOKSET JA JOHTOPÄÄTÖKSET
Tässä osiossa käydään läpi luvussa 2.3 asetetut vaatimukset ja tavoitteet alustariip-
pumattomalle arkkitehtuurille, sekä miten ne toteutuvat prototyyppisovelluksessa.
Asetettujen vaatimusten lisäksi pohditaan muita arkkitehtuurin vahvuuksia, heik-
kouksia ja huomioon otettavia asioita.
6.1 Arkkitehtuurin tavoitteiden toteutuminen
Prototyyppisovelluksen toteutuksella pystytään ottamaan kantaa suurimpaan osaan
tavoitteista ja niiden toteutumisesta. Osan täydellinen todistaminen jää kuitenkin
tämän tutkimuksen ulkopuolelle. Seuraavaksi käydään läpi jokaisen tavoitteen to-
teutuminen yksityiskohtaisesti.
Vaatimuksen 1 mukaan arkkitehtuurin täytyy tukea selain, iOS ja Android alusto-
ja. Vaatimus toteutuu täysin, sillä arkkitehtuurilla toteutettu prototyyppisovellus
toimii todistetusti kaikissa kolmessa ympäristössä. Prototyyppisovelluksessa iOS- ja
Android-alustojen versio sijaitsee samassa moduulissa. Arkkitehtuuri mahdollistaa
kuitenkin näidenkin alustojen erottelun eri moduuleihin, mikäli projektin tarpeet
ovat sellaiset. Tämä kuitenkin voisi johtaa ylimääräiseen koodin duplikointiin.
Vaatimuksen 2 mukaan arkkitehtuurin pitää maksimoida eri alustojen välillä jaetun
koodin määrä käyttöliittymän koodia lukuun ottamatta. Prototyyppisovelluksessa
on sovelluskohtaista koodia yhteensä 540 riviä. Sovelluskohtaiseen koodiin ei ole
laskettu mukaan React Nativen generoimaa koodia, eikä sovelluksen konfiguroin-
titiedostoja, kuten package.json-tiedostoja. Jaettu moduuli sisältää 130 riviä koo-
dia. Prototyyppisovelluksen jaetun koodin osuus on 24 %, joka ei ole kovin suuri.
Prototyyppisovellus kuitenkin sisältää melko vähän toimintoja verrattuna käyttö-
liittymän määrään, jolloin jaetun moduulin koodin määrä jää vähäiseksi. Vaatimus
toteutuu osittain. Kaikkea käyttöliittymän ulkopuolista koodia ei kannata toteuttaa
alustariippumattomasti, koska siten voidaan estää alustojen väliset riippuvaisuudet
toisiinsa. Alustojen väliset riippuvaisuudet voivat aiheuttaa virheherkempää koo-
dia, sekä ristiriitoja käytössä olevien ulkoisten kirjastojen versioiden suhteen. Myös
testaus olisi työläämpää, koska yhtä alustaa varten tehdyjen muutosten toimivuus
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pitäisi testata kaikilla alustoilla. Esimerkiksi Redux-säilön alustuskoodin voisi to-
teuttaa alustariippumattomasti, mutta lopputulos on joustavampi muutoksille ja
erikoistapauksille, kun säilöt alustetaan jokaiselle alustalle erikseen. Alustariippu-
vaisten ominaisuuksien toteutus vaatii usein alustariippuvaisten Redux-supistajien
toteuttamista. Kun säilöt toteutetaan alustakohtaisesti, niillä voidaan ottaa käyt-
töön vain tietylle alustalle tarvittavat supistajat.
Säilöjen alustuksen lisäksi osa säiliökomponenteista voitaisiin toteuttaa alustariip-
pumattomasti, mutta näin ei myöskään suositella tehtävän. Kaikille alustoille jaetut
säiliökomponentit pitäisi sijoittaa sovelluksen jaettuun moduuliin. Tämä aiheuttaisi
riippuvuuksia jaetusta moduulista alustojen moduuleihin. Arkkitehtuurin pyrkimys
on pitää alustojen ja jaetun moduulien väliset riippuvuudet yksisuuntaisina siten et-
tä alustojen moduuleilla on riippuvuudet jaettuun moduuliin, mutta ei toisin päin.
Tämä selventää ohjelman rakennetta ja siten tehostaa sen kehittämistä ja parantaa
ylläpidettävyyttä.
Vaatimus 3 vaatii, että arkkitehtuurilla toteutetun sovelluksen käyttöliittymäkom-
ponentit ja käytettävyys täytyy pystyä räätälöimään alustakohtaisesti. Arkkiteh-
tuuri täyttää vaatimuksen täysin. Kaikki käyttöliittymäkomponentit toteutetaan
erikseen jokaiselle alustalle. Tämä mahdollistaa myös sen, että sovelluksen käyt-
töliittymä voi olla täysin erilaisen näköinen eri alustoilla. Ohjelman käytettävyys
voidaan räätälöidä hyödyntäen kunkin alustan vahvuuksia.
Vaatimuksen 4 mukaan ohjelman toiminnallisuus pitää tarpeen tullen pystyä räätä-
löimään alustakohtaisesti. Alustariippumattoman arkkitehtuurin Redux-rakenteen
jako jaettuun moduuliin ja alustojen moduuleihin täyttää vaatimuksen. Valtaosa oh-
jelman toiminnallisuuksista rakennetaan Reduxin supistajilla ja toiminnoilla, joita
on mahdollista sijoittaa eri alustojen moduuleihin siten, että ne toteuttavat tietylle
alustalle räätälöityjä ominaisuuksia.
Toteutettu prototyyppisovellus todistaa aukottomasti vaatimuksen 5, että arkkiteh-
tuuri on käytännössä toteutettavissa tämän päivän työkaluilla. Kaikki arkkitehtuu-
rin vaatimat teknologiat ovat olleet käytössä jo useita vuosia ja niiden ympärille on
muodostunut kommuuni ohjelmistokehittäjistä.
Vaatimuksen 6 mukaan arkkitehtuurilla pitäisi pystyä toteuttamaan sovellus en-
sin yhdelle alustalle siten, että muiden alustojen tuen lisääminen myöhemmin olisi
mahdollista. Prototyyppisovellus ei todista tämän toteutumista, koska prototyy-
pissä web- ja mobiilialustat olivat alusta lähtien mukana. Prototyypin rakenne on
suunniteltu siten, että kaikki alustakohtainen ohjelmakoodi sijaitsee alustan omassa
hakemistossa. Yhden alustan kehitystä voisi simuloida poistamalla esimerkiksi web-
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client -hakemiston prototyyppisovelluksesta, jolloin pelkkä mobiilialusta jäisi jäljelle.
Käytännössä siis vaatimuksen 6 täyttäminen vaatii jaetun moduulin ja alustojen mo-
duulin jaon ylläpitämistä koko kehityksen ajan. Uuden alustan voisi tuoda mukaan
jälkikäteen kehittämällä sille kaikki tarvittavat käyttöliittymäkomponentit. Käyttö-
liittymän kirjoittaminen uudelleen on kohtalaisen iso työ, mutta silti vain murto-osa
koko sovelluksen kehittämisestä uudelleen toiselle alustalle.
Vaatimus 7 täydentää edellistä vaatimusta siten, että arkkitehtuurin käyttö vain yh-
den alustan kehityksessä ei saa kasvattaa projektin kustannuksia merkittävästi ver-
rattuna alustariippumattomaan kehitykseen. Prototyyppisovellus ei todista tämän
vaatimuksen toteutumista, mutta sen toteutumista voisi simuloida samalla tavalla,
kuin vaatimuksen 6: poistamalla toisen alustan moduuli kokonaan prototyypistä.
Taulukko 6.1 Yhteenveto alustariippumattoman arkkitehtuurin vaatimusten toteutumi-
sesta.
Vaatimus Toteutuu Toteutuu Ei näytetty
täysin osittain toteen
1, Web, Android ja iOS tuki X
2, Koodin uudelleenkäytön maksimointi X
3, Käyttöliittymän räätälöinti X
4, Ominaisuuksien räätälöinti X
5, Käytännönläheinen X
6, Uuden alustan tuki myöhemmin X
7, Käyttö vain yhdellä alustalla X
Kuten taulukon 6.1 esittämästä yhteenvedosta nähdään, alustariippumaton ark-
kitehtuuri täyttää kohtalaisen hyvin sille asetetut tavoitteet. Vaatimuksia 6 ja 7 ei
pystytty todistamaan toteutuneiksi, koska tämän tutkimuksen laajuus ei riitä niiden
kokonaisvaltaiseen testaamiseen. Niiden todistamiseksi tarvittaisiin huomattavasti
isompi arkkitehtuurilla toteutettu projekti.
6.2 Arkkitehtuurin heikkouksia
Tutkittava alustariippumaton arkkitehtuuri on täysin riippuvainen tietyistä tekno-
logioista. Tämä on sen yksi suurimmista heikkouksista ja riskitekijöistä. Arkkiteh-
tuurin käyttö vaarantuu, jos React, tai React Native -teknologioiden kehitys joskus
lakkautetaan, tai niiden käytölle tulee uusia rajoitteita, kuten lisenssejä. Reactin
osalta riski ei ole kovin suuri. React on jo pitkään ollut käytössä web-kehityksessä,
eikä sen kehitykselle näytä olevan esteitä. Reactin rinnalle on myös toteutettu monia
muita kirjastoja, jotka mukailevat ja toteuttavat Reactin rajapinnan täysin. Tällai-
sia kirjastoja ovat esimerkiksi Preact ja Inferno [44, 38]. Alustariippumattomassa
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arkkitehtuurissa voisi käyttää näitä kirjastoja Reactin sijaan web-käyttöliittymän
toteuttamiseen. React Nativelle sen sijaan ei ole montaa vaihtoehtoa, joten arkki-
tehtuurin pitkäikäisyys voi vaarantua, jos Facebook joskus lopettaa React Nativen
kehityksen. NativeScript voisi korvata mobiilialustojen tuen arkkitehtuurissa, mutta
uudelleenkäytettävän koodin määrä voisi vähentyä, koska NativeScript ei suoraan
tue Reactilla toteutettua käyttöliittymää.
Mobiilisovellusten osalta arkkitehtuurilla on samat heikkoudet ja rajoitteet, kuin
React Nativella. Dan Shapiro kirjoittaa, että React Nativen heikkous on sen tar-
joamat natiivit komponentit, joista puuttuu ominaisuuksia ja jotka sisältävät oh-
jelmointivirheitä [49]. Shapiro mainitsee NavigatorIOS ja TabBarIOS -komponentit
esimerkkeinä tällaisista komponenteista [49]. Shapiron mukana myös React Nati-
ven puutteellinen dokumentaatio ja nopea muuttumisnopeus voivat vaikeuttaa sen
käytön opettelua [49].
Tietyissä projekteissa arkkitehtuurin mahdollistama koodin uudelleenkäyttö voi jää-
dä vähäiseksi. Käyttöliittymäkomponentit täytyy toteuttaa erikseen jokaiselle alus-
talle, joka joissain tapauksissa voi tarkoittaa suurinta osaa ohjelman koodista. Ark-
kitehtuurin hyöty jää myös vähäiseksi, jos suurin osa ohjelman toiminnoista eroaa
merkittävästi eri alustoilla.
Alustariippumattoman arkkitehtuurin haasteeksi voi muodostua monimutkaiset omi-
naisuudet, joiden toteuttaminen omatoimisesti olisi liian kallista, mutta joita varten
löytyy ulkoisia kirjastoja. Esimerkiksi karttatoiminnon lisääminen kaikille tuetuille
alustoille voi joissain tilanteissa olla hankalaa. Kartoille löytyy useita toteutuksia,
kuten Google Maps, tai Apple Maps, joita on mahdollista käyttää sovelluskehityk-
sessä. Kaikki ulkoiset kirjastot eivät kuitenkaan tarjoa samoja ominaisuuksia, jon-
ka takia alustariippumattomaan sovellukseen voidaan joutua käyttämään vain niitä
ominaisuuksia, jotka löytyvät jokaisesta käytetystä kirjastosta. Eri kirjastojen käyt-
tö eri alustoille aiheuttaa myös lisäkustannuksia, koska niitä käyttävät toiminnot
joudutaan räätälöimään käytetyn kirjaston ehdoilla.
Alustariippumattomalla arkkitehtuurilla toteutetun sovelluksen tuotantojulkaisut
voivat aiheuttaa ongelmia, mikäli tuetuille alustoille täytyy julkaista eri versioita
sovelluksesta eri aikoihin. Julkaisuversioiden koodipakettien hallinta voi olla hanka-
laa, koska arkkitehtuurilla toteutettu sovellus on suunniteltu sijaitsemaan yhdessä
versionhallintajärjestelmässä, jotta eri alustojen moduulien ja jaetun moduulin ke-
hitys olisi mahdollisimman suoraviivaista.
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6.3 Muita huomioita
Päätös alustariippumattoman arkkitehtuurin käytöstä pitää tehdä heti projektin
alussa. Projektin rakenteen muokkaaminen alustariippumattomaksi myöhemmässä
vaiheessa voi olla työlästä, sillä kaikki koodi, joka halutaan jakaa eri alustoille, pitää
koota yhteen paikkaan. Projektin alkuvaiheessa kannattaa myös tehdä päätös siitä,
että jaetaanko mobiilialustojen moduuli erillisiin Android- ja iOS-moduuleihin, vai
pidetäänkö ne samassa moduulissa. Jako erillisiin moduuleihin parantaa mahdolli-
suuksia räätälöidä Android- ja iOS-versiot erilaisiksi. Mobiilialustojen sisällyttämi-
nen samaan moduuliin taas johtaa suurempaan koodin uudelleenkäyttöön projektis-
sa.
Arkkitehtuurilla toteutettavan sovelluksen testauskäytännöt ja -rakenne kannattaa
suunnitella ajoissa. Alustariippumattomuus ja koodin jakaminen eri alustoille lisää
tarvetta testaukselle. Jokainen jaettuun moduuliin tehty muutos saattaa aiheuttaa
virheitä kaikilla eri alustoilla. Tästä syystä kattavan testiautomaation käyttö on
suositeltavaa.
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7. YHTEENVETO
Tässä työssä tutkittiin alustariippumatonta arkkitehtuuria web- ja mobiilisovelluk-
sille. Arkkitehtuuria tutkittiin konstruktiivisen tutkimuksen menetelmillä toteutta-
malla prototyyppisovellus arkkitehtuuria käyttäen. Arkkitehtuuri, sekä prototyyppi-
sovellus hyödyntävät React Native-ohjelmistokehystä, sekä React ja Redux -kirjastoja
Arkkitehtuurin arviointia varten määritettiin seitsemän vaatimusta, joiden toteutu-
mista pyrittiin todistamaan prototyyppisovelluksen avulla. Prototyyppisovelluksen
avulla havaittiin, että neljä asetettua vaatimusta toteutuu täysin. Alustariippuma-
ton arkkitehtuuri tukee web-, Android- ja iOS-alustoja. Arkkitehtuurilla toteutetun
sovelluksen käyttöliittymän, sekä tarpeen tullen myös muiden ominaisuuksien räätä-
löinti eri alustoille on mahdollista. Arkkitehtuuri on myös käytännönläheinen, eli se
on käytännössä toteutettavissa tämän päivän teknologioilla ja työkaluilla. Muiden
arkkitehtuurille asetettujen vaatimusten toteutuminen jäi osittaiseksi. Arkkitehtuu-
ria käyttäessä kaikkea sovelluksen koodia ei ole järkevää uudelleenkäyttää jokai-
selle alustalle. Joidenkin osien, kuten Redux-säilön ja käyttöliittymän säiliökompo-
nenttien, toteuttaminen alustakohtaisesti on kokonaisuuden kannalta järkevämpää,
vaikka niiden toteutus alustariippumattomasti voisi olla mahdollista. Prototyyppi-
sovelluksella ei pystytty todistamaan uuden alustan tuen lisäämistä myöhemmässä
projektin vaiheessa, eikä sitä että arkkitehtuurin käyttö vain yhden alustan sovel-
luskehityksessä ei lisäisi projektin kustannuksia merkittävästi. Näiden kahden vaa-
timuksen toteutumisen todistaminen vaatisi laajemman kokeen.
Tutkittu alustariippumaton arkkitehtuuri voisi sopia hyvin pienille ja keskisuurille
sovelluksille, joille halutaan toteuttaa mahdollisimman hyvä käytettävyys jokaiselle
tuetulle alustalle. Arkkitehtuurin skaalautumisesta suuremmille projekteille ei ole
näyttöä tässä työssä. Mikäli käytettävyyden räätälöinti alustakohtaisesti ei ole prio-
riteettina projektille, kannattaa harkita esimerkiksi Microsoftin ReactXP-kirjaston
käyttöä, koska sillä voi olla mahdollista jakaa enemmän koodia eri alustojen välillä.
Alustariippumattoman arkkitehtuurin jatkotutkimuksissa olisi tärkeää kokeilla ark-
kitehtuurin skaalautuvuutta suuremmissa ohjelmistoprojekteissa. Arkkitehtuurin ver-
taaminen progressiivisiin web-sovelluksiin olisi myös mielenkiintoinen tutkimuskoh-
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de. Progressiviset web-sovellukset voivat olla varteenotettava vaihtoehto alustariip-
pumattomalle kehitykselle, mikäli selaimien tuki paranee niiden vaatimien ominai-
suuksien osalta.
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