ABSTRACT
1.INTRODUCTION
Software change effort estimation (SCEE) is the process of predicting the required amount of effort that is required to implement a software requirement change. SCEE can be done in software miantance phase and software development phase (i.e. requirement analysis, design, coding or testing). In software maintenance phase software artifacts are in consistent states means that all the classes are fully developed. Whereas, in software development phases software artifacts are not in consistent state such as: some of the class artifacts are fully developed, some classes are half developed, some classes are major developed, some classes are minor developed and some classes are not developed yet. It is important to manage the changes in the software to meet the evolving needs of the customer and hence, satisfy them [1] . Accepting too many changes causes delay in the completion of the software and it incurs additional cost. While, rejecting the software requirement changes may cause dissatisfaction to the customers [2, 3] . Therefore, it is important for the software project managers to manage these changes during software development by making an effective decision. One type of information that helps to make an effective decision is the prediction of the number of classes which were affected by these changes and it can be done by performing change impact analysis [4] . In this study a software change effort estimation model prototype tool is developed for software development phase by using change impact technique with software change effort estimation. This paper is structured as follows: Section (2) presents related work, section (3) describes Proposed prototype tool, section (4) data collection, results and discussion and section (5) Presents conclusion and future work.
RELATED WORK
The five most related keywords involved in this research are Software Change Effort Estimation, Change Impact Analysis, Software Development Phase, Function Point Analysis and Constructive Cost Model II.
Software Change Effort Estimation
Software Change Effort Estimation (SCEE) is the process of predicting that how much work and how many hours of work are required to develop a software. Normally it describes in mandays or man-hours unit [5] . Several SCEE models have been developed such as: Expert Judgement [6, 7] ; Estimation by Analogy [8] ; Source Lines of Code [9] Function Point Analysis [3] and Regression Analysis [7] . According to Sufyan, et al. [10] generally software development teams preferred to use expert judgement effort estimation model instead of other estimation models because of its flexibility and simplicity. Furthermore, they mentioned that it is not sure whether the estimation results which were produced during this model are hundred percent accurate or not. Additionally, it is also observed that unstructured expert judgment is extremely unpredictable. According to Idri, et al. [8] and Sufyan, et al. [10] , estimation by analogy predicts the amount of effort required for new software projects and uses the statistics of the similar software projects which were developed earlier. Furthermore, they have stated that because of simplicity and flexibility of analogy model it is used frequently as a hybrid model. Whereas, in hybrid model, two or more SCEE models are combined for the reason to improve the accuracy and performance such as particle swarm optimization (PSO), grey relational analysis (GRA), artificial neural network (ANN), principle component analysis (PCA), and rough set theory [11] . Source Lines of Code (SLOC) is the most ordinarily used metric to denote size of software during SCEE in algorithmic methods [9] . On the other hand, Hira, et al. [12] stated that estimating with SLOC is nearly impossible until the source code developed completely. Furthermore, they have stated that SLOC gives two different estimation results for different programming languages, because the number of lines of code in each language is different. Function Point Analysis (FPA) is also an algorithmic-based SCEE model [13] . It is used for measuring the size and complexity of a software by calculating the functionality, that system provides to its users [14] . While, in late 1970s Allan Albrecht acknowledged that measuring effort estimation by SLOC is insufficient. For that reason, in 1979 he introduced FPA method [15] .
Regression analysis effort estimation uses mathematical approaches for measuring effort estimation. Furthermore, it uses two variables such as: (i) SLOC and (ii) FPA for software size measurement. On the other hand, some regression analysis models use different parameters such as: operating system or programming language for an independent variables [16, 17] . The benefit of using regression analysis model for effort estimation is its accuracy in measurement. Among other regression analysis models the most famous one is Constructive Cost Model (COCOMO) II presented by Boehm [18] . Some earlier researchers have stated the significance of this method for estimating effort [12, 19] .
Change Impact Analysis
Change impact analysis is the process of identifying potential consequences of a change, or estimating what needs to be modified to accomplish a change [20] .The motivation behind CIA study is to identify the implications of change on software artifacts. The change can be in any form such as addition, modification or removal of existing or new software artifacts. Whereas, the information of affected artifacts can help software project managers in taking effective decisions regarding to the change. As, Asl and Kama [21] stated that change impact analysis can help project managers in decision making, that whether to accept or reject the software requirement changes based on predicted consequences.
Several CIA techniques have been developed such as: Use Case Maps (UCM) technique [22] , Class Interactions Prediction with Impact Prediction Filters (CIP-IPF) technique [21] , Path Impact technique [5] , Influence Mechanism technique [19] , and SDP Change Impact Analysis Framework (SDP-CIAF) [23] . These techniques are divided into two categories named as: Static Impact Analysis and Dynamic Impact Analysis. Static Impact Analysis (SIA) technique considers static information from software artifacts to produce a set of possible impact classes. Some of the common SIA techniques are: Use Case Maps (UCM) technique [22] and Class Interactions Prediction with Impact Prediction Filters (CIP-IPF) technique [21] . Whereas, Dynamic Impact Analysis (DIA) techniques considers dynamic information created by implementing the code to generate a set of potential impact classes [24] . Some of Common DIA techniques are: Path Impact technique [5] and the Influence Mechanism technique [19] .
PROPOSED MODEL
The study has developed a prototype tool to systematize the entire processes of SCEE model. The Software Change Effort Estimation Model Prototype Tool (SCEEMPT) has four main steps as follows:
• Step 1: Change Request Form • Step 2: Unadjusted Function Points • Step 3: Change Impact Analysis • Step 4: Effort Estimation
Step 1: Change Request Form In this step the required data will be provided from the user. The Change Request Form (CRF) in the SCEEMPT requires the important change request attributes which include the change request name, change requester name, change request type, change request receiving date, daily working hours and affected requirements. A running identification number will be assigned to every project name change request name automatically by the SCEEMPT. The CRF is shown in Figure  1 . 
Unadjusted Function Points
In this step user will enter the number of data functions such as External Inputs, External Outputs, Internal Logical Files, External Interface Files and External Quires with the level its complexity. These data functions will be selected from the user requirement by using the rules as described in IFPUG Manual [15] Then the system will calculate the total number of Unadjusted Function Points which is the sum of all data functions as shown in Figure 2 . Step 3: Performing Change Impact Analysis In this step the task of Change Impact Analysis (CIA) will be performed. During this step user will browse the required file from the source code. The system will read the development status of code such as: Fully Developed, Half Developed, Major Developed, Minor Developed and Not Developed with the help of CIA and a multiplier is assigned for each development state as shown in Table 1 and then the size of change request will be calculated by using Equation 2 or Equation 3 for different type of change requests. In the next step the amount of effort will be estimated by using Equation 4. Basri, et al. [5] has used a marking technique to identify the code status. Whereas, this study has modified [5] marking technique and developed a new marking technique; which identifies the development state of the code and the name of programing language in which the source code isdeveloped. The marking technique is described as: [Special Tagging <LanguageTag> CodeStatus </LanguageTag>], where <LanguageTag> is used for the programming language in which the code is developed. Initially, a technique developed by Jones in the 1980s and named as backfiring or conversion ratio [25] . In conversion ratio technique the number of UFPs will convert into the number of source lines of code. This study is using the conversion ratio developed by Quantitative Software Management (QSM) [26] . As a result, system will provide the status and size of the particular change request as shown in Figure 3 . 
Step 4: Effort Estimation
In this step the amount of effort for a specific change request implementation will be estimated after receiving the required information such as Value of A (constant), Scale Drivers Exponent B and Value of Effort Multipliers, Development Phase and change request completion date. The Value of A (constant), Scale Drivers Exponent B and Value of Effort Multipliers will be calculated by using COCOMO II [27] as shown in Figure 4 . 
RESULTS AND DISCUSSIONS
The applicability of the newly developed software effort estimation model prototype tool is checked by performing an experiment.
The hypothesis of the experiment are:
H: The SRCEEM is not applicable to estimate the change effort for software requirement changes during software development phase.
H2:
The SRCEEM is applicable to estimate the change effort for software requirement changes during software development phase. Table 2 shows the results of the software projects which were selected as case selections. Whereas; the estimated effort which was produced by SCEEM, actual implementation effort which was recorded during the development of software requirement change(s) and MRE value (percentage of discrepancy between estimated effort and actual implementation effort) sorted by the Project ID and Change Request (CR) ID. A total number of 50 Change Requests (CR) that had been introduced from the case selection software projects during development phase. To validate the hypotheses, the Mean Magnitude Relative Error (MMRE) of each case selection software project and overall case selection software projects were calculated. Table 4 shows the results of MMRE for each case selection software project and overall case selection software projects. The first experiment results show that the overall MMRE value produced by the SRCEEM is under 25%. This result can be concluded that the SRCEEM is applicable in estimating the software requirement change effort for requirement changes during software development phase and PRED (.25) value of all selected software projects produced by the proposed SRCEEM is 0.88. Which shows that the new proposed SRCEEM is 88% applicable for estimating the amount of software requirement change effort for SRC during SDP. Hence, the analysis of this experiment rejects the H1 and accepts the H2 of the hypothesis.
CONCLUSION AND FUTURE WORK
This research has proposed a new Software Change Effort Estimation Model Prototype Tool for software development phase which is the combination of Effort Estimation and Change Impact Analysis techniques. Whereas, for effort estimation this research selected COCOMO II model and for Change Impact Analysis it selected SDP-CIAF. Using CIA technique in effort estimation model the proposed model generated very good results as shown in Table 3 . This is possible only when the development status (i.e. Fully Developed, Major Developed, Half Developed, Minor Developed and Not Developed) of a software requirement change can be traced accurately. Whereas, Table 4 shows that the MMRE value of each individual project and the overall projects which is less than 25% it means that the new proposed model is applicable for effort estimation of SRCs during SDP.
The results of this research are the part and parcel of our ongoing research to overcome the challenges of accurate effort estimation for SRCs during SDP. For future work, this research is aiming to conduct an empirical study to check the effort estimation accuracy by comparing the estimation results produced from existing effort estimation model with the new Software Change Effort Estimation Model Prototype Tool.
