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This thesis describes the approach used to determine if the US 
Army's primary reliability, availability, and maintainability (RAM) 
simulation model can be modified to exhibit the operating 
characteristics required of the next generation RAM simulation 
model. The concept of RAM is introduced and a discussion of the use 
of RAM models is included. An example is provided to familiarize the 
reader with RAM simulation methodology and further develop the 
concept of RAM. A sequential introduction to each required operating 
characteristic of the next generation model and how COVERS handles 
that specific characteristic is provided. After a characteristic is 
discussed, an assessment is made to determine whether COVERS can 
be modified to exhibit that feature. A methodology is provided for 
modification. The conclusion of the paper is that COVERS can be 
modified to exhibit a number of the required operating 
ch a ra c te ris tics .
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In tro d u c tio n
To the non-military reader, the title of this paper is probably 
rather obscure. However, the concepts of reliability, availability and 
maintainability (RAM) are very dear indeed to every consumer.
Simply, RAM are those criteria that describe how long something 
will last before it breaks and how hard it will be to fix. This is 
important when buying a $10,000 car, but it is even more important 
when spending millions of dollars on one combat vehicle such as a 
tank.
The US Army spends millions of dollars every year to procure 
new combat vehicles such as tanks, armored personnel carriers and 
field artillery pieces. The developmental phase for a combat vehicle 
is when the Army determines what the combat and logistic 
characteristics will be for that vehicle. In other words, regarding 
combat characteristics, the Army determines how survivable a 
vehicle is by how many enemy projectiles will be required to damage 
and/or destroy this vehicle. Regarding logistics, the Army will 
determine how long it requires to repair items which break and the 
cost of the failed items.
To help determine the combat characteristics of a new vehicle, 
the Army uses combat simulation models. These simulation models 
allow the Army to test different combat characteristics of a vehicle 
and then simulate how well this vehicle will survive against the 
enemy's known capabilities. The Army also uses RAM simulation 
models to help determine the logistics characteristics of a new 
vehicle. These simulations allow the Army to determine how much of 
the time a vehicle will be operational for a given set of reliability 
and m aintainability criteria.
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Given the role of the RAM model during the developmental 
phase of a new combat vehicle, it is important that the Army's RAM 
models facilitate generation and validation of RAM requirements. 
This thesis developed from an accusation that COVERS, one of the 
Army's RAM simulation models, did not facilitate the generation and 
validation of RAM requirements.
1.1 COVERS HISTORY
In 1978, the US Army Logistics Center, now the Combined 
Arms Support Command (CASCOM), received a RAM model called 
COVERS. COVERS consisted of approximately 2715 lines of FORTRAN 
source code divided among 13 subroutines. The COVERS executable 
program was approximately 216 kilobytes. COVERS was very 
cumbersome to use, poorly documented, provided excessive output in 
an unusable from, required card input for each simulation run and 
required a mainframe computer. Consequently, COVERS was put on a 
shelf to collect dust.
In the mid 1980's, the Army began developing the “Armored 
Systems Modernization” (ASM) program. The first vehicle this 
program was to produce was the Block III main battle tank. The 
further the Block III program went toward actual production, the 
greater the need for RAM requirements, both for the contractor and 
for the Army. CASCOM was tasked with providing the RAM
requirements. Hence, COVERS was pulled off the shelf and used, or at
least CASCOM attempted to use it. CASCOM did not have access to a 
mainframe anymore, so they re-compiled the COVERS source code to 
run on a desk-top personal computer (pc). Even in the new form, 
COVERS had the same problems as before.
But the need for RAM requirements for the Block III project
was growing. As a result, CASCOM did eventually run COVERS and the
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results shocked AMC and the Program Executive Office, the office 
responsible for the acquisition of the Block III system. This is also 
when the problems with COVERS surfaced. The COVERS output 
predicted that the reliability for the Block III tank did not meet the 
requirements at this stage of its development. However, the Block 
III tank was predicted to have significantly better reliability than 
the current M1A1 tank. Since the Block III tank did not meet the 
requirements, it was in danger of being cancelled. To prevent its 
cancellation, additional off-line, labor intensive analysis proved 
that the RAM performance characteristics for the Block III tank 
were indeed acceptable for its stage of development. Since the 
"stubby" pencil drill was required to override the COVERS output, 
COVERS was labeled as inaccurate and very difficult to use [1]. 
Consequently, CASCOM and AMC began a study to determine what 
characteristics the next generation RAM model should have. These 
characteristics were generally weaknesses discovered in COVERS. 
Other characteristics merited inclusion due to the need to defend 
manpower and vehicle requirements to logistically sustain these 
new vehicles.
Even though AMC developed a draft Reliability Simulation 
Model Functional Description document for the follow-on model [2], 
there was not and is not any contract money available to build the 
new model. This is when AMC and CASCOM asked Dr Woolsey, head of 
the Operations Research program at the Colorado School of Mines, if 
he or one of his students would develop a new combat vehicle RAM 
simulation model.
1.2 Problem Statement
As a result of the RAM community determining that COVERS 
was not usable in its current form and the fact that they developed a
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document stating what the operating characteristics of the next 
generation RAM model would be, the problem to be solved was very 
clear.
The problem is to determine if COVERS can be reengineered to 
incorporate all or some of the required operating characteristics of 
the next generation RAM model.
1.3 System Acquisition Process
Before discussing why solving this problem is important, the 
reader needs to understand how the Army buys combat vehicles and 
where the RAM model fits into this process.
In the acquisition process there are two primary players. One 
player is always the Army Materiel Command (AMC). The other 
primary player changes depending on the system to be procured. 
Because Ft Knox is the home of the US Army's armored force and the 
sole user of the main battle tank, Ft Knox was the other primary 
player for the Block III tank. When the acquisition process starts, 
the user (Ft Knox) determines the operational mode summary and 
mission profile (OMS/MP) and the failure decision scoring criteria 
(FD/SC). The OMS/MP is the type and duration of missions the 
vehicle must be able to perform. The FD/SC is a document that 
states what constitutes a failure for this system. CASCOM, which 
works for the user during the acquisition process, then sends this 
data, OMS/MP and FD/SC, to AMC. AMC then produces an initial 
materiel developer proposal (MDP) which translates the user 
requirements into engineering requirements. The engineering 
requirements may not match the user requirements provided by 
CASCOM because AMC may determine that industry cannot achieve 
the CASCOM requirements. If there is disagreement between AMC and 
CASCOM over the MDP, the two commands negotiate until an
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agreement is reached for a final MDP. Once the final MDP is produced, 
CASCOM, using the final MDP, produces the requirements document. 
This document specifies the standards the contractor must meet for 
this system.
During the process described above, the Training and Doctrine 
Command (TRADOC) is running a combat simulation model to 
determine the cost and operational effectiveness analysis (COEA) of 
this new system. The COEA results determine if the operational 
payoff of the system is worth the cost. The models used in the COEA 
capture combat damage as well as reliability induced failures. The 
Army only recently amended its regulations to require a linkage 
between the RAM specific analysis and COEA results. During the 
period of interest to this thesis, the required number of vehicles to 
complete a combat mission for the Block III tank was generated 
independently of the COEA [3]. Based on the OMS/MP, CASCOM and the 
user then run the RAM simulation model to determine if the new 
system with the current RAM parameters can achieve the required 
minimum number of operational vehicles. If so, the procurement 
process continues. If not, then the entire system may be cancelled.
RAM models are also used to insure that the RAM requirements 
being sent to the contractor, during the acquisition phase, actually 
will yield the desired operating characteristics in the new system. 
This process of comparing output from the RAM models to that of the 
combat models and insuring that the required operating 
characteristics of a system will be achieved, continues until the 
final contractor requirements document is created.
1.4 Why is solving this problem important?
The first item to clear up is what does “reengineer” mean. In 
the last couple of years “reengineering” software has become
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increasingly more important to the management information 
systems (MIS) organizations in the business community. In fact it 
has received so much attention resulting in so much confusion in the 
software and MIS communities that IEEE devoted an article to 
quantifying this area. IEEE defines reengineering as the 
". . . examination and alteration of [a] subject system to reconstitute 
it in a new form and the subsequent implementation of the new form 
[4 ].”
One of the most pressing reasons why this problem has to be 
solved is that the Army will continue to buy new combat vehicles 
and COVERS is a simulation model used to verify the COEA and the 
expected operating characteristics of the new system. In the case of 
the Block III tank, a tremendous amount of resources were spent 
generating, defending, and defeating the COVERS's output [5] to keep 
this program from being cancelled. A simulation model which is easy 
to use and which provides output in a usable form has the potential 
to prevent the Block III tank "problem" from occurring again.
The other reason why it is important to solve this problem is 
that the Army needs the output COVERS produces to make decisions. 
This compels someone to actually run COVERS. There is a significant 
loss in user productivity when using COVERS. A significant portion 
of the decreased user productivity is due to the data preparation and 
entry into COVERS. COVERS still requires the input data to be in card 
input format. The other productivity drain is the output. Over the 
years, “scavenger” programs have been made which skim COVERS 
output files and put selected data in a format which can be used, i.e. 
in graph form. The “scavenger” programs are actually a number of 
different programs which take the user quite awhile to manipulate 
to achieve the desired graphs. With today’s technology, data 




The following sections will develop the concept of reliability, 
availability, and maintainability, and provide an example of how RAM 
is used in COVERS. Lastly, the reader will be introduced to the 
methodology used to solve the stated problem.
Most systems, and certainly the combat vehicles the US Army 
buys, are maintained. In other words, they are repaired when some 
item fails (breaks) and routine (preventive maintenance) work is 
performed on them to keep them operating properly. Ease of repairs 
is the measure which determines a system’s maintainability [6]. An 
example of ease of repairs could be how difficult it is for a 
mechanic to change the oil and replace the oil filter on a specific 
car. Some cars require the engine to be pulled for the oil and filter 
to be changed, while for other models changing the oil and filter will 
require only 20 minutes. Clearly, one is more maintainable than the 
other. Maintainability is typically described as the mean time to 
repair (MTTR) a subsystem or perform a specific operation as 
described in the oil example. MTTR, however, has a number of sub­
elements which can be divided into three groups [7]:
1) Having the correct repair person arrive at the failed 
systems location, prepared to start work with the correct 
equipment.
2) The actual time it takes to repair the fault(s).
3) Delay time, which includes any time spent waiting for 
parts, once the repair work has been initiated.
Maintained systems are subject to corrective and preventive 
maintenance operations. Preventive maintenance operations are 
those maintenance activities designed to prevent a fault from 
occurring, such as replacing the oil and filter. These activities 
usually are periodic in nature and typically require little actual 
maintenance time to accomplish. Corrective maintenance operations
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are those maintenance operations required to return the vehicle to 
an operational or available state, such as repairing a flat tire on a 
car. The amount of corrective maintenance is directly a result of the 
reliability of the system [8]. For example, a tire which is supposed 
to last 60,000 miles should require less maintenance than a tire 
which is supposed to last 20,000 miles. If nothing more, the 20,000 
mile tire will have to be replaced well before the 60,000 mile tire. 
Reliability then is the probability that some system will operate or 
last for some time period under some condition(s), and is routinely 
described as the mean time between failures (MTBF) of that system. 
In the tire illustration, 60,000 miles is the anticipated number of 
miles this set of tires should last before they will have to be 
replaced, or the MTBF for this tire. Clearly there is a direct link 
between maintainability and reliability. Going back to the tire 
illustration, the higher the reliability the less total time the system 
will spend being repaired. Both reliability and maintainability affect 
the availability of a system. Hence, availability is the fraction of 
time the system is operating or can be operating [9].
Now that RAM has been defined, an example is in order to 
clarify how these parameters interact in a RAM simulation model. 
This example will also include how random numbers may be 
generated and used in a simulation. It is important to note that 
reliability and maintainability criteria are supplied to the RAM 
simulation as input data and the simulation produces the
availability, or for the Army, the operational availability , A Q, of 
the simulated vehicle.
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1.6 RAM Model Example
This example will have one vehicle with five subsystems. The 
vehicle will operate for 500 hours, at the end of which, A Q will be
calculated.
The RAM model is initially provided a number of pieces of 
information. In this example, the model is provided the number of 
vehicles and the number of subsystems on the vehicle. The model is 
also provided MTBF and MTTR by subsystem. The model then 
determines when each subsystem will fail. It does this by 
calculating an exponentially distributed failure time, using the input 
MTBF reliability data, as follows [10]:
1) Generate a uniform random number U on the interval (0,1).
2) Set X = -pln(U), where p = MTBF. Return X.
The X value returned is an exponentially distributed failure time. 
Column 3 of table 1.1 shows the exponentially distributed failure 
times for this example. Once each subsystem has an exponentially 
distributed failure time, the model checks each subsystem to see 
which, if any, failed. Table 1.1 shows subsystem 2 and subsystem 4 
as failed. Flowever, subsystem 4 failed first. As a result, the model 
then determines the actual repair time from a lognormal 
distribution. This can be done as follows [11]:
1) Generate two uniform random numbers and U2 on the
interval (0,1). Let V| = 2U| - 1 for i =1,2 and let W = + Vg.
2) If W > 1 go back to step 1. Otherwise let 
Y = ( (-2ln(W) ) / W ] .
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Y
3) Set X = e and return X.
The returned X is the actual repair time which is lognormally 
distributed and is depicted in column 3 of table 1.2. Once this time 
has been determined, the subsystem is repaired. The model then 
generates a new exponentially distributed time to fail for this 
subsystem, column 4 of table 1.2, and the vehicle again begins to 
accumulate hours of usage. When the vehicle has accumulated 168.35 
hours, then subsystem 2 fails as depicted in table 1.1. The model 
again determines the time to repair this subsystem. Here, subsystem 
2 takes 9.2 hours to fix as shown in column 3 of table 1.2. Since 
there are no other fail times less than 500 hours in column 3 of 
table 1.1, no more failures occur and the simulation ends.
Table 1.1 Determine if a Failure Occurs
Subsystem MTBF Fail Time Failure Occurs
1 1000 1857.36
2 1200 168.35 Yes, second 
fa ilu re
3 800 2561.16
4 600 143.81 Yes, first 
fa ilu re
5 1500 1883.78
At the end of the simulation, the model computes the 
operational availability, A Q, of the vehicle as follows:
___________ Tota l O perating Time___________




A o = W  = 9 6 -8 % -
Table 1.2 Determine Repair Time
Subsystem MTTR Repair Time New Fail Time
4 4.3 6.5 1324.78
2 6.1 9.2 2268.9
This example was intended to introduce the reader to the 
general concepts of RAM and RAM modeling. The methodology used in 
this example reflects the general flow of COVERS and the 
distributions used in COVERS.
1.7 Methodology
Dr Woolsey's basic tenet of operations research is to 
understand what the user is doing today. Only after understanding 
the user's current operations, will a course of action be developed 
and pursued. In keeping with this tenet, hopefully the methodology is 
stra ight forward.
The first step was to determine what the user’s requirements 
were for the follow-on RAM model. To do this would require working 
with the COVERS users to understand what they must go through to 
make a simulation run and then manipulate the output file via the 
“scavenger” programs to produce the data in “decision maker” form.
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The other method would be to review the requirements document 
produced by AMC and CASCOM.
The second step in the process was to reverse-engineer 
COVERS. To reverse-engineeer COVERS required informal 
redocumentation of the COVERS user guide. It also required 
understanding how COVERS worked internally, to include how 
subroutines interacted. The reverse-engineering process centered 
around carefully scrutinizing COVERS's source code and output of 
selected runs to unlock the answers required in this aspect of 
reengineering COVERS.
The next step in the process was an assessment of whether 
COVERS could be successfully reengineered to take on a specific 
next generation operating characteristic. This assessment had two 
different criteria that would have to be met before an affirmative 
recommendation to reengineer COVERS in this area would be 
supportable. Clearly one criterion to be met would be that the source 
code would not have to be extensively altered to achieve the 
required operating characteristic. The other criterion would be that 
the Army would be able to produce the input data and the 
methodology necessary to model a new operating characteristic. If 
either of these criteria cannot be met, then it is not feasible to 
reengineer COVERS in this area.
The last step in the process was to write the software 
instructions for those operating characteristics which could be 




In tro d u c tio n
This chapter is organized in sections with each section 
consisting of a discussion of three aspects regarding the 
reengineering of COVERS. The first aspect is to identify and quantify 
a required operating characteristic of the next generation RAM 
model. This discussion addresses a required operating characteristic 
of the next generation RAM model. How COVERS addresses this 
specific characteristic will be covered next. The last will be the 
feasibility assessment of reengineering COVERS to assume the 
required operating characteristic.
2.1 User Interface
User interface encompasses everything the user must do prior 
to being able to execute a model using a set of data. A “friendly” 
user interface is designed to increase user productivity by 
decreasing the data preparation and entry time into the simulation.
2.1.1 User Interface Requirements
The user interface will have a main menu from which the user 
can easily select from the five different options listed below:
• Enter new data from scratch.
• Edit an existing data file.
• Provide on-line data checking.
• Run COVERS using a user specified data file.
T-4152 14
• View/Edit an output file.
• Return to DOS.
2.1.2 COVERS User Interface
COVERS does not have a main menu from which any options are 
available to the user. Instead the user is required to move between a 
DOS editor and the DOS operating system to accomplish the
operations listed in section 2.1.1.
COVERS originally used card input to receive the input data. 
When COVERS was re-compiled to run on a pc, the input device was 
changed to accept data input from the keyboard; however, COVERS 
still requires the input data to be in the original card format. 
Specifically, when COVERS users wish to create a new data file they 
are presented a blank computer screen with a blinking cursor. Users 
then have to place the cursor on the correct line and in the correct 
column on the screen and then enter the correct data type for each 
input data element. This entails counting every time the space key is 
hit and every time the return key is hit to insure the cursor is in the
correct location and then adding a decimal point or not depending on
the data type, real or integer, to be entered. COVERS requires a 
tremendous amount of input data for even short runs and can require 
hundreds of lines of input for longer runs. This is an extremely 
tedious and exceedingly slow method of data input. Editing an 
existing data file requires the user to endure the same hardships as 
described for creating a new data file. However, an old file may be 
recalled to the screen via a DOS editor where the user may alter or 
add to the presented file.
COVERS does not provide on-line error checking for input data. 
This means there is no way for the user to know if all the entered 
data is in the correct place and in the correct form until COVERS is
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run using a data file. If there were an input error, the user may not 
know it until COVERS aborts the run with an error message being 
sent to the screen. In this case, the user will know there exists a 
problem with an input parameter, but will not necessarily know 
which parameter is incorrect or why it is incorrect. The other 
possibility is that COVERS accepts the input, but the user 
inadvertently placed data element(s) in an incorrect location. In this 
case, if the user is not experienced enough to know what to expect 
as output, he will believe the incorrect output is actually correct. 
This kind of error can cause a tremendous loss of user productivity 
and create a large desire on the user’s part to never use COVERS 
again.
The user must return to the DOS system to run a data file in 
COVERS. The output may be viewed via a DOS editor, but the user is 
limited in data manipulation by the capabilities of the DOS editor on 
the machine being used.
2.1.3 Feasibility for Reengineering
COVERS can be reengineered to take on the required operating 
characteristics described in section 2.1.1. This modification of 
COVERS, though lengthy, is a reasonable task for a trained software 
engineer with the correct software reengineering tools. These tools 
will include some type of screen painter which will interface with 
the FORTRAN source code and provide the features described in the 
following paragraphs. The specific tool(s) should be the software 
engineer’s choice, for obvious reasons.
The input screens should be designed around the card input 
specified in the COVERS users manual. The finishing touches, the 
most convenient screen layout, background colors, error messages,
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etc., will almost certainly require the software engineer to sit down 
with a user to exactly determine those parameters.
The software engineer should create a COVERS shell. This shell 
will contain the main menu from which the user will be able to pick 
one of the five options discussed below.
The user could choose to create a new data file and the first 
input screen would then be presented. The user could also choose to 
edit an existing data file. Here, the shell would retrieve the 
specified data file and display the data in the appropriate fields on 
the input screens. The user would be able to edit any or all entries.
At the conclusion of editing or creating a new data file, the user 
should have the option to save the data file under a new user 
specified file name or under the old file name. Once the data file is 
saved, the main menu would then be presented. For both of these 
options, on-line data error checking will be active. This error 
checking will check each entered data element to insure the value 
entered is the correct type and within the acceptable range for 
COVERS. If either of these criteria is not met, then an error message 
will be sent to the screen telling the user which value is incorrect 
and why it is incorrect. The user could also choose to run COVERS. 
The user would then be prompted to enter the name of the data file 
to use and the name to save the output file under. After completing a 
run using that data file and saving the output, the main menu should 
be presented. The user should also be able to view/edit any saved 
output file. The specific characteristics resulting from this option 
are described in detail in section 2.8. The user should be able to 
return to the main menu from the view/edit mode. The user should 
also be able to leave the COVERS shell from the main menu.
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2.2 RAM
The Army has essentially two different types of simulation, 
models with complementing strengths. One type of simulation model 
is the RAM model and the other type is the combat model. Combat 
simulation models are detailed and accurate in modeling combat 
scenarios. However, they are less detailed in modeling RAM. RAM 
models on the other hand, are more accurate and detailed in modeling 
RAM but are less accurate when modeling combat scenarios.
Although the Army has a number of models which simulate 
both combat and RAM scenarios, the Army uses both types of 
simulations to verify combat and RAM requirements during the 
system acquisition process.
2.2.1 RAM Requirements
RAM modelers want the next generation model to exclusively 
model RAM failures.
2.2.2 COVERS RAM
COVERS allows the user to specify if a subsystem can suffer 
combat damage, or if it can only suffer RAM failures.
2.2.3 Feasibility for Reengineering
COVERS can be reengineered to prevent the user from allowing 
the simulation to inflict combat damage on the simulated 
subsystems. The software engineer can make this modification by
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“hard wiring” those variables which determine if a vehicle can
experience a combat failure.
2.3 Scenario
Scenario is a term describing a group of missions of varying 
type, duration and order. When creating a scenario for a unit in the 
field, the scenario creator, the next higher unit’s operations office 
(S3), has the ability to pick from all the missions a unit is to be able
to conduct. The S3 determines which missions that unit needs
practice on or evaluation in and then arranges these missions in a 
specific order and for a specific duration. The result is a scenario.
2.3.1 Scenario Requirements
The next generation RAM model will allow the user to create a 
unique mission scenario with the following characteristics:
• The user will be able to specify the type, duration, and 
sequence of each mission.
• The user will be able to specify by mission which 
subsystems may incur RAM failure(s) or if only non-weapon 
subsystems may incur RAM failure(s).
• There will be a repair/rest mission during which no RAM 
failures may occur on any subsystem but maintenance will occur.
2.3.2 COVERS Scenario
COVERS does not have the capability to let the user create a 
distinctly unique scenario by arranging a diverse selection of
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mission types with each mission of different duration. In COVERS, 
the user builds a scenario by varying the duration of two missions.
The first step toward creating a scenario in COVERS is to 
determine the number of days the simulation will run. A COVERS day 
is 24 hours in duration and consists of three missions in a specific, 
unalterable sequence. The sequence is a move mission followed by a 
maneuver mission followed by an inactive mission. The move 
mission only allows non-weapon subsystems to experience RAM 
failures. The maneuver mission allows all subsystems to experience 
RAM failures. And the inactive mission allows maintenance action to 
continue, but no subsystems can experience RAM failure(s).
The user is directly able to control the duration of the move 
and maneuver missions, while the duration of the inactive mission is 
automatically computed as the remainder of the 24 hour period. 
Hence, the user is constrained to varying the duration of the move 
and maneuver missions and setting the total number of days in the 
simulation when creating a scenario.
The COVERS user is further constrained in other areas when 
creating a scenario. One significant constraint is that the user must 
develop the scenario around the fixed progression of the three 
mission day modeled in COVERS. The other significant constraint is 
that the user can only conduct one maneuver mission in a 24 hour 
period. For example, a COVERS user could not create a scenario 
consisting of a two hour defense, followed by a six hour maintenance 
break, followed by a ten hour attack mission.
2.3.3 Feasibility for Reengineering
COVERS can be modified to provide significantly improved 
flexibility in creating the scenarios RAM modelers require in the 
next generation model. COVERS currently provides the user the
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capability to have only weapon systems subject to RAM failures or 
all subsystems subject to RAM failures by selecting the move or 
maneuver mission. COVERS also provides an inactive mission where 
RAM failures cannot occur. The improvement to COVERS in this area 
will enable the user to specify the duration and sequencing of the 
each of the three missions COVERS models. This will be 
accomplished by allowing the user to specify the number of hours 
each day will last, thereby having the ability to set the duration of 
all three missions which currently comprise the COVERS “day.”
Currently, COVERS requires the user to enter the number of 
days, with each day 24 hours in duration, the scenario will last. The 
modified COVERS will also require the user to specify the number of 
hours in each “day” the scenario will last. To accomplish this a new 
input variable will have to be created and added to the input 
screens.
A word of caution is in order. First, COVERS will still produce 
output based on the COVERS “day.” Therefore, the user will have to 
remember that the “day” COVERS references in the output is what 
the user set it to, not necessarily 24 hours. The user will also be 
limited to a 24 hour “day” even with this modification. Hence, if the 
user tries to set the length of a “day” to greater than 24 hours an 
error message will be sent to the screen asking the user to re-enter 
the length of “day” with a value less than or equal to 24.
2.4 Subsystem Criticality
Combat vehicles are created from of a number of different 
subsystems. The major subsystems of the M1A1 main battle tank 
(MBT) are, but not limited to, suspension system, main gun, engine, 
transmission and turret hydraulic system. Criticality is the 
identification that a subsystem must be operational on a vehicle for
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it to initiate and complete a mission. For example, if the tank were 
to conduct a tactical roadmarch, the operational status of the 
turret, either working or not working, would not prevent the tank 
from initiating and completing that mission. Therefore, the turret 
would not be a critical subsystem for this mission. On the other 
hand, if this same tank were going to conduct an attack mission, the 
turret must be operational for the vehicle to initiate and complete 
this mission. Hence, the turret would be a critical subsystem 
because its status could prevent the system from initiating and 
completing the attack mission.
2.4.1 Subsystem Criticality Requirements
The RAM community requires the following operating 
characteristics regarding subsystem criticality:
• The user will be able to specify which subsystems are 
critical to initiate and complete each mission in the simulation.
• The model will track the operational readiness (OR) rate by 
the availability of critical subsystems.
• The model will accumulate all non-critical subsystem 
failures on a vehicle and then fix those non-critical failures when 
that vehicle incurs a critical subsystem failure.
2.4.2 COVERS Subsystem Criticality
COVERS allows the user to specify which subsystems are 
critical for mission initiation and completion. COVERS also 
determines the OR rate by critical subsystem availability. COVERS 
does not accumulate non-critical subsystem failures and wait to
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repair them on a vehicle when that vehicle experiences a critical 
subsystem failure.
The COVERS user has the ability to specify which subsystems 
are critical to initiate and complete each mission. The user does 
this by using the inputs on cards number two and nine. Using these 
two cards, the user tells COVERS which subsystems each vehicle 
must have operational to initiate and complete the mission of the 
"day."
COVERS determines the OR rate by tracking the availability of 
critical subsystems by vehicle. COVERS counts a vehicle as 
operational as long as all the identified critical subsystems are 
operational. A vehicle may have a number of non-critical subsystem 
failures and that vehicle will be counted as operational. If, however, 
a vehicle experiences a critical subsystem failure, then COVERS 
decrements the OR rate to account for this vehicle not being able to 
complete or initiate a mission.
COVERS does not backlog non-critical subsystem failures for 
repair when that vehicle experiences a critical subsystem failure. 
When a subsystem failure occurs, COVERS checks to see if it is a 
critical subsystem for that mission. If it is not a critical subsystem 
which failed, then the vehicle continues with the mission. At the end 
of that mission COVERS removes the failed subsystem from the 
vehicle and enters it in a repair queue. The subsystem is repaired, 
and then returned to the vehicle after simulated repair, 
administrative and logistic time. This vehicle, however, never 
leaves the unit but continues to conduct the missions the unit does. 
Hence, this vehicle may initiate another mission provided that the 
subsystem failures on this vehicle are non-critical for this next 
mission also. This separating of failed non-critical subsystems from 
a vehicle and then letting the vehicle initiate another mission is not 
as inaccurate as it may first seem. To the user this appears as 
though COVERS places the vehicle in two different places at once.
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Intuitively this can be hard to understand because a system, like a 
tank, cannot be in two places at the same time. What COVERS is 
doing, though, is modeling the idea that the failed subsystem is not 
critical to the system for the mission it is conducting or is going to 
conduct by removing it from the system and placing it in a repair 
queue. This allows the subsystem to be repaired while the unit's OR 
rate is not decremented for the non-critical failure. This reflects 
how subsystem criticality is described in section 2.4.1.
If, however, the subsystem that failed was critical, then 
COVERS does something different. Here, COVERS removes the vehicle 
from the unit and enters it in the maintenance queue. The unit's OR 
rate is decremented until the vehicle is repaired. The vehicle is 
considered operational when it is fixed, not when it returns to the 
unit.
2.4.3 Feasibility for Reengineering
The COVERS user has the ability to specify those subsystems 
which are critical and those which are not to initiate and complete 
each mission. This capability today is what the requirement is for 
the follow-on model. Therefore there is no need to reengineer 
COVERS in this area.
COVERS does not backlog non-critical subsystem failures on a 
vehicle and repair them only when that vehicle experiences a 
critical subsystem failure. COVERS does, however, model one aspect 
of this requirement. This aspect which COVERS models is that the 
vehicle remain with its unit as long as it is capable of executing the 
unit's next mission. COVERS models this aspect of the back-log of 
maintenance as intended. The other aspect of this requirement is to 
assess the maintenance burden associated with the policy of back- 
logging repairs for non-critical failures. COVERS does not model
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this. Further, it is not feasible to reengineer to model this aspect of 
because COVERS does not possess the maintenance resolution 
necessary to capture the maintenance burden data. Maintenance 
resolution is further discussed in subsections five and six.
2.5 Failure Criteria
Failure criteria can be thought of as an extension of subsystem 
criticality discussed in section 2.4 but at a greater level of detail. 
Here, Army policy is focused on the components which make up 
subsystems, while the subsystem criticality issue focused on the 
subsystems which make up a system.
2.5.1 Failure Criteria Requirements
RAM modelers want the next generation model to be able to 
track operational readiness by two different failure criteria:
• Mission aborting failures (MA) would be those failures that 
cause the vehicle to stop the current mission and require immediate 
maintenance action to repair the failed subsystem prior to the 
system resuming the mission.
• Mission affecting failures (MAF) would be the failure of a 
component of a subsystem. This type of failure would cause some 
degradation in that subsystem's ability to perform a mission at 
some point in time, but would not prevent the vehicle from 
continuing with its current mission.
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2.5.2 COVERS Failure Criteria
COVERS failure criteria is described under the Subsystem 
Criticality section. COVERS cannot model MAFs by component of 
subsystems because COVERS does not possess that level of 
reso lu tion.
2.5.3 Feasibility for Reengineering
It is not feasible to reengineer COVERS to model the level of 
resolution required for MA and MAF failures for the following 
reasons. One reason why it is not feasible to reengineer COVERS in 
this area would be the difficulty in providing the input data 
necessary to support this level of resolution. This would require 
that the user provide the RAM data for each component to be 
modeled. Once that data was determined, the user would then have to 
determine the adjusted RAM data for those subsystems which had 
components being modeled separately. Although it is theoretically 
possible to break apart the component RAM data from the subsystem 
RAM data, it is not an easy task. It certainly cannot be accomplished 
by the typical COVERS user. Even if it were possible for the Army to 
generate the necessary data to support this level of resolution, 
extensive modifications to the existing source code would be 
required.
On three occasions in this paper, it is asserted that extensive 
modification to the source code will prevent reengineering to occur. 
So that the reader gets a feel for the complexity and style of 
COVERS source code, appendix B contains five pages of the MOVE 
subroutine. COVERS source code has some daunting characteristics 
associated with it. The first glaring problem which would strike a 
FORTRAN programmer is the size of the common block. It may be too
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large to efficiently manage. Adding more variables to accommodate 
the increased resolution required to model the new failure criteria 
will simply make the task of managing the common block even 
harder. If the reader compares the variables in the common block to 
those used in this subroutine, he will notice that there are some 
variables used in the subroutine which are not declared in the 
common block. This is an acceptable programming technique, 
however, there appears to be no rhyme or reason to the names 
assigned to these variables. Further, there is no documentation 
stating what these variables are being used for. As a result, the 
software engineer would have to understand all of the variables in 
the common block and all the other variables used in this subroutine 
before beginning the modifications to the source code. The next 
ominous characteristic which would strike a programmer is all of 
the "Go To's" or "spaghetti" code as it is called. This kind of code is 
extremely hard to decipher and understand. The last item which 
makes extensive modifications to the source code extremely 
difficult is the lack of in-code documentation. In the source code 
contained in appendix B, there are only three comments in the six 
pages of code. If overcoming all of the above problems with the 
COVERS source code were not enough of a hindrance, the software 
engineer would also have to make changes in eight other subroutines 
to begin to have COVERS reflect the required failure criteria.
2.6 Maintenance Resolution
Maintenance teams are the organizations responsible for fixing 
a unit’s equipment. There are maintenance teams at almost every 
level of command in the Army. Each level of maintenance has a 
personnel structure specifically suited to accomplish its level of 
repair. The personnel structure is defined by how many soldiers of a
T-4152 27
certain military occupational speciality (MOS) are authorized in that 
level maintenance team. MOS is the Army's method to classify 
soldiers by what they are trained to do. As an example a soldier with 
an MOS of 45E is an M1A1 turret mechanic, while a soldier with an 
MOS of 63E is an M1A1 hull mechanic.
2.6.1 Maintenance Resolution Requirements
The next generation RAM model will have the following level of 
maintenance resolution:
• The user will be able to model maintenance teams down to 
the MOS level.
• The model will allow the user to input the number of 
recovery vehicles by maintenance team.
• The model will track the location and usage of each recovery 
vehicle in the simulation.
2.6.2 COVERS Maintenance Resolution
COVERS's greatest level of maintenance resolution is allowing 
the user to determine the number of maintenance teams at each 
maintenance level in the simulation. COVERS allows the user to 
specify the number of maintenance teams at the company, battalion 
and direct support level of maintenance. The user is able to specify 
the availability, in percent, of each maintenance team to conduct 
maintenance for the unit it supports. COVERS also allows the user to 
specify the number of technical support groups contained in the 
direct support maintenance team. COVERS does not track recovery 
vehicles nor is the number of recovery vehicles per maintenance 
team an input parameter.
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2.6.3 Feasibility for Reengineering
It is not feasible to modify COVERS to provide the required 
level of maintenance resolution of the next generation RAM model 
for the following reasons. The first obstacle to increasing the level 
of maintenance resolution is that of obtaining the necessary input 
data. The user would have to know how long each MOS took to repair 
every possible subsystem failure which could occur in the 
simulation. Currently, the Army does not have this data by MOS. Even 
if the input data were available by MOS, the issue of "cross-training" 
and its affect on maintenance is not available. It is common practice 
in the Army for soldiers to be cross-trained in other areas. In the 
maintenance area, turret mechanics will typically be trained to do 
some hull maintenance, while some hull mechanics will be trained to 
perform some turret maintenance. This cross-training significantly 
complicates how to model maintenance activity down to the 
individual mechanic. If, however, the data were available it would 
require extensive modification to the existing source code. To model 
the recovery vehicles would require the software engineer to make 
changes in every subroutine's common block, which is already almost 
too large to manage. The engineer would also have to decipher the 
RESTM and RPR subroutines sufficiently to make the correct changes. 
The author was not able to sufficiently piece together how these 
subroutines worked to determine what the necessary changes should 
be or look like. In addition to the software engineer having to 
understand these two subroutines, he would also have to learn where 
those variables of interest in the RESTM and RPR subroutines could 
be and if they are affected in the other subroutines. Consequently, 
the software engineer may be required to make changes in a number 
of other subroutines. Due to the extensive time it would require the 
software engineer to understand and overcome the above listed 
problems, it is not feasible to reengineer COVERS in this area.
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2.7 Reserves
Some echelons of command in the Army have the ability to 
replace an inoperative vehicle with a reserve operational vehicle. 
Commanders with reserves at their disposal have the prerogative to 
replace any inoperative vehicle, whether it is the result of RAM 
failure(s) or destroyed in combat, with a reserve.
2.7.1 Reserve Requirements
The next generation RAM model will have the following user 
specified characteristics regarding reserves:
• Allow a reserve vehicle to replace a combat destroyed 
vehicle.
• Allow a reserve vehicle to replace a RAM inoperative vehicle.
2.7.2 COVERS Reserves
COVERS does allow a reserve vehicle to replace a vehicle 
destroyed by combat. COVERS replaces combat destroyed vehicles 
one for one as long as reserves are available. If no reserves are 
available then COVERS will not replace any combat destroyed 
vehicle. COVERS does not allow a reserve vehicle to replace a 
vehicle which has sustained only RAM failure(s).
2.7.3 Feasibility for Reengineering
It is feasible to reengineer COVERS to model reserves as 
required. COVERS’s use of reserves only partially reflects how
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reserves may be used in the Army. COVERS does not allow a RAM 
failed vehicle to be replaced by a reserve.
The issue which needs to be resolved prior to modifying the 
source code is what the criterion will be for a reserve vehicle to 
replace a RAM failed vehicle. Even though the decision criterion has 
not yet been established, the software instructions are supplied for 
this improvement. Further, the software instructions for this 
characteristic mention that the criterion must be checked, and if 
met then a reserve vehicle will replace the RAM failed vehicle. 
Lastly, the software engineer will have to determine how to 
incorporate the required decision data into COVERS.
2.8 Output
Output is the results of the simulation. The three critical 
issues regarding output are its content, form and quantity. If the 
content of the output is not what the user requires, then the other 
two issues are irrelevant. Provided the output contains what the 
user wants, the form of that output can become an issue. If the 
output is in a form which requires extensive reformatting prior to 
presentation to the decision makers, the user's productivity can 
plummet. On the other hand, if the output can be put into an 
acceptable form, then the utility of the entire simulation can be 
greatly enhanced as can be the user's productivity. The last issue of 
great importance regarding output is having control of how much 
output is produced from a simulation run.
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2.8.1 Output Requirements
The next generation model will afford the user the following 
capabilities regarding output:
• Allow the user to determine how much output is produced 
from a simulation run.
• Allow the user to graph selected output.
• Allow the user to view/edit output.
2.8.2 COVERS Output
COVERS provides a tremendous amount of output, for even a 
short run, in an unusable form. COVERS does not have the ability to 
provide any graphs. And depending on the user specified input data, 
the output can be extensive for even a short simulation.
The COVERS user manual lists all the output provided by the 
program. This list will not be reproduced here. COVERS does provide 
the user eight different options to select what output to produce 
from a simulation run.
One annoying characteristic of COVERS is that it outputs the 
input data file every time a run is made. This significantly increases 
the size of the output file but not necessarily its utility. The user 
has no way to stop COVERS from outputting the input file.
2.8.3 Feasibility for Reengineering
COVERS can be reengineered to provide the majority of the 
flexibility required of the next generation RAM model regarding 
output. As a result of reengineering the output, users, at a minimum,
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will be able to graph selected output and view/edit an output file in 
some expedient manner.
To provide the user this amount of flexibility, the entire
output file will have to be written to a database file and/or
spreadsheet file or in some format such that these types of 
applications will be able to read that file. Further, macros should be 
written where users can easily enter which data they are interested 
in. The macro will then scan the output file for this data and make it
available to the user in one location or file as appropriate. The Army
standard is dbaselll for a database and Lotus1-2-3 for a 
spreadsheet.
Lastly, a switch should be incorporated into the input screens 
which will allow the user to specify if the input file should be 
produced in the output file.
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Chapter 3 
In tro d u c tio n
This chapter is primarily intended for the implementing 
software engineer and contains the software details which will 
allow COVERS to exhibit specific operating characteristics required 
in the next generation RAM model. Software details, as used in this 
paper, is a term which encompasses a wide range in specificity of 
instructions. These instructions range from near executable pseudo­
code to a general discussion of how a specific feature should work if 
implemented properly. Since these instructions span such a wide 
spectrum of detail, the label pseudo-code is avoided.
Writing clear instruction is an art form in and of itself. It is 
extremely difficult to write explicit instructions for the creation of 
an object, for which the writer possesses a deep understanding, such 
that another person with the appropriate background can create the 
object exactly as the writer intended. The instructions contained in 
this thesis have been labored over in hopes that the implementing 
software engineer is provided clear enough instructions to produce 
the required operating characteristic. The ideal situation would be 
for the software engineer and the writer to be placed in the same 
room during COVERS’s reengineering to insure what the engineer 
interprets the instructions to mean is what the author intended.
3.1 User Interface Software Details
This subsection contains the instructions to modify COVERS's 
user interface. Chapter 2 subsection 1 contains the discussion for
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this operating characteristic. Additionally, the following section 
contains a discussion regarding "Help" screens.
"Help" screens are a feature which the software industry is 
making a standard on-line operating feature. These "Help" screens 
vary in their ability to clarify a problem. Some of the "Help" screens 
provide almost no insight to the user. Others provide extensive 
discussions regarding a specific problem. The software engineer 
should incorporate "Help" screens when COVERS is reengineered. 
These "Help" screens will be most useful during the data entry mode 
where "Help" may be called to clarify each data entry field. The 
COVERS user's manual should be the source the software engineer 
uses when building these screens. Lastly, these "Help" screens 
should be hidden until the user requests help for a specific item.
Section 2.1.3 explained how the input screens should work. 
There is, however, one user supplied input parameter which must be 
addressed before the software engineer can begin to create the input 
screens. This parameter is the end of file (EOF) value which is on 
card number 32. The user has four options for the EOF value. One of 
the four options is selected by entering either 99, 55, 56, or any 
other number as the EOF value. If 99 is the EOF value then COVERS 
terminates the simulation. If the EOF value is 55 then COVERS 
initializes all variables and requires a new input data file. If 56 is 
the EOF value, then COVERS initializes all variables, requires a new 
input data file and requires a new seed for the random number 
generator. If any other value is used for EOF, only a portion of a new 
input data file is required as input. This capability to "stack" 
scenarios and terminate the simulation must be retained when the 
user input screens are built. The specific operating characteristics 
required to preserve this capability are addressed in subsection 
3.1.2.
Table 3.1 is a symbol key provided for the software engineer to 
add clarity to the software details contained in subsection 3.1.
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Table 3.1 Symbol Key
Symbol Shell Response
Command Identifies which option the user 
wants to execute.
Response The COVERS shell produces this 
as a result of Command entered.
Options Table States which options the user 
can select and the shell's 
response.
C h a ra c te ris tics Description of specific features.
3.1.1 COVERS Main Menu
This subsection describes the COVERS main menu system and 
its characteristics. Figure 3.1 is a picture of the COVERS main menu 
as it might appear on a computer screen.
✓   "    "■■■  .
COVERS MAIN MENU
USER OPTIONS
1. Create New Data File
2. Edit Existing Data File
3. Run COVERS with Data File
4. View/Edit Output
5. Return to DOS
Enter option number and return
Figure 3.1 COVERS Main Menu
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Command - COVERS
Response - Present COVERS main menu
Options - See table 3.2
Characteristics Main Menu - User may execute any option.
Table 3.2 Options Main Menu
Options Shell Response
Create new data file Present input screen #1
Edit existing data file Present input screen #1
Run COVERS with data file 
(name)
Run COVERS.exe with data file 
(name)
View /edit output See section 3.8
Return to DOS Exit COVERS menu system and 
return to DOS
3.1.2 Create New Data File
This subsection contains the instructions to create a new data 
file from scratch. Figure 3.2 is a sample input screen.
Command - Create new data file 
Response - Present Input screen #1 
Options - See table 3.3 
Characteristics of Input Screens -
Table 3.3 describes the options and shell responses for each 
input screen.
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Input Screen Number 1 
Enter the number of vehicles 
in this scenario —
Enter the number of subsystems 
per vehicle —
Enter the subsystem to run 
clock on __
Enter C, G, or F and return 
Figure 3.2 Sample Input Screen
Table 3.3 Options All Input Screens
Options Shell Response
"C on tinue Present next input screen
"G"o to screen "i" Present screen "i"
"F in ish e d Present message to screen 
asking for file name to save data 
under
Save data under file name 
Present COVERS main menu
The input screens will number 1 through 32 and ask for the 
same data as data input cards 1 through 32. For example, card one 
expects the data inputs: number of vehicles in scenario, number of 
subsystems per vehicle and the subsystem to be used to determine 
MTBF. Hence, screen one will ask for this data.
Each data element will have its own data field. Each data field 
will check the data element entered to insure it is the correct type,
✓
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real or integer, and that it is within the acceptable range. If an 
entered data element fails either of these criterion, an error 
message will be sent to the screen alerting the user to the mistake. 
The error message will state why the element cannot be accepted in 
its current form and what is the correct form or range for that data 
element.
The user will be able to input data in any order he chooses by 
selecting the “Continue” option or the “Go To Screen “i” ” option.
The “Continue” option will sequentially display input screen number 
1 through 32. When "Continue" is selected and screen number 32 is 
displayed, screen number 1 will be presented.
✓       \
EOF OPTIONS
1. Data entry complete
2. Add new scenario by:
a. Creating new data f i le
b. Editing ex is ting  data f i le
c. New random number seed w ith  a 
or b above.
3. Extend current scenario
Enter option desired
Figure 3.3 EOF Options
The user may also specify any convenient input screen order by 
selecting the “Go To Screen “i” ” option. Here, screen number “ i” 
will be presented next.
The “Finished” option allows the user to save the data entered 
under a user specified file name. When the user selects this option, a 
message will be sent to the screen asking the user to specify the 
name under which to save the data file. The entered data will be
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saved in COVERS usable input format under the file name specified. 
Once saved, the COVERS main menu screen will be presented.
The following relates to card number 32, end of file options, 
and is the methodology which should be used to retain the capability 
to "stack" scenarios. The user should be presented a screen similar 
to that depicted in figure 3.3 for input card number 32. The user 
should not have to determine which number is appropriate to enter 
for EOF, but should be offered the effect of entering an EOF value. 
The options presented in figure 3.3 correspond to the four EOF 
options available to the user as described in section 3.1. The user 
should be able to terminate data entry by selecting option #1 in 
figure 3.3. The user should also be able to add another data file to 
the one just created. This can be done three different ways. If option 
2a is chosen, then the COVERS shell will respond as if the Create 
new data file option were selected. For option 2b being selected, the 
COVERS shell will respond as if Edit existing data file (name) were 
chosen. If option 2c is selected, then the user will be presented 
another screen asking if the user wants to edit or create a new data 
file for the next data set. The only difference between options 2a,2b 
and 2c is if a new seed is to be entered for the next data file. The 
last option available to the user is that of extending the current 
scenario by entering selected input data elements. This last option 
extends the simulation by retaining current vehicle statistics for 
the next data set, whereas all vehicle statistics are re-initialized 
to zero for any other option.
3.1.3 Edit Existing Data File
Command - Edit existing data file
Response - Message to screen asks which data file is to be edited.
- Present Input screen #1.
T-4152 40
Options All Input Screens - same as for Create new data file. 
Characteristics All Input Screens -
When the input screens are presented as a result of the user 
specifying “Edit existing data file,” all data in the file to be edited 
will be displayed in the appropriate field and on the appropriate 
screen. The user will be able to edit each and every field.
When the user executes “Finished,” a message will be sent to 
the screen asking the user if the old data file should be replaced by 
the changed file. If yes, then the changed data will overwrite the old 
data and will be saved under the old data file name. If not, another 
message will be sent to the screen and will ask the user to specify 
the new file name. The old file will be saved without changes under 
its old file name. The changed data, currently in the input screens, 
will then be saved under the new file name.
All other characteristics previously described for input 
screens will also be available to the user.
3.1.4 Execute COVERS with Data File (name)
Command - Execute COVERS with data file (name).
Response - Run COVERS.exe with data file (name).
Options - None
Characteristics of Execute COVERS with data file (name) -
The user will be asked to specify the name under which to save 
the output data.
3.1.5 Return to DOS
Command - Return to DOS.
Response - Present the DOS prompt.
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Options - None 
Characteristics - None
3.2 COVERS RAM Software Details
This section contains the instructions to implement the RAM 
only operating characteristic required in the next generation model. 
Chapter 2 subsection 2 describes this characteristic.
Set KCDS = 0 
Set PNOR = 0
Input screen #5 - message on screen “User restricted from altering. 
Please continue with data input.”
3.3 Scenario Software Details
This section contains the instructions to modify the COVERS 
scenario. This characteristic is described in chapter two, subsection 
three.
Create real global variable DUR(20)
Create real global variable TDUR 
Create input screen #33 
Characteristics of Input Screen #33
The duration of any entry in DUR(20) will be < 24.
If an entry in DUR(20) is >24 send error message to screen 
stating the entry must be less than 24.
See User Interface section 3.1 for other input screen 
parameters.
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On the input screens define DUR(20) as “Number of hours in day 
“ i” “corresponding to day 1 through number of days in scenario.
In subroutine IN IT initialize TDUR to 0.
The next code belongs in the Maneuver Subroutine from line 
2080 through 2082.
Sum DUR(20) to K5 and store in TDUR 
2080 If (T2 (sim calendar time)/ TDUR) > 1)
then set T2 = TDUR 
Go to 2130 
If not true 
then set PHSE = 3 
P2 = 1
IF (TDUR - T2 > .1) Go to 2082 
T2 = TDUR
3.4 Reserves Software Details
This section contains the instructions to modify COVERS's use 
of reserves. Subsection seven in chapter two discusses this 
ch a ra c te ris tic .
RES is the decision variable(s) which states what the criterion 
is for a RAM failed vehicle to be replaced by a reserve vehicle. The 
create commands listed below should only be executed if needed.
RES can only be checked in subroutines MOVE and MNVR. In 
MOVE, the actual check instructions provided below should be placed 
after line number 174 but before line number 341. In MNVR, the 
actual check instructions provided below should be placed after the
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line where IPOIN = 1 occurs, which is four lines after line number 
1800, but before line number 1233.
Create input field on input screen for RES.
Create decision variable RES of correct type.
If RES met then
call RPR subroutine
execute line 2110 through 2100
Else
no change to code
3.5 COVERS Output Software Details
This subsection contains the instructions to modify COVERS's 
output. Chapter two subsection eight discusses this feature.
Write COVERS output file to dbase III readable file.
Write COVERS output file to Lotus 1-2 3 readable file.
Create a macro in each application which will search for
specific data the user can specify. The data should be collected in
one location which the user can then manipulate.
The next instructions are for the View/Edit option available to 
the user from the COVERS main menu system described in section 
2 .8 .
Command - View/Edit Output.
Response - Message to screen "Select dbase III or Lotus 1-2-3."
- Put the user in the application selected with the first 
line of the output file presented.
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Options - See Characteristics 
Characteristics of View Output
The user will be able to use a pre-made macro which searches 
for a data parameter and places all occurrences in one location.
The user will have access to the complete capabilities of the
application presented.
The user will have the capability to be placed in the other 
application of the View/Edit option.
The user will have the capability to return to the COVERS main
menu.
The following instructions are to allow the user to state if a
copy of the input file should be reproduced in the output file.
Create a new variable which accepts a Yes or No input.
Add this variable to the input screens with the description 
that if Yes is entered, then a copy of the input file will be printed in 
the output file. If No is entered, then the input file will not be 
prin ted.
The INOUT subroutine is subroutine which prints a copy of the 
input file. This subroutine cannot be simply bypassed if No is chosen 
because this subroutine transforms the variables used to generate 
lognormally distributed random numbers. Consequently, each write 
command will have to be disengaged or not depending on user input 
for this field.
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Chapter 4
4.1 Results
Chapter two completed the feasibility assessment of 
reengineering COVERS to take on required operating characteristics 
of the next generation RAM model. For those characteristics which 
COVERS can be modified to reflect, the software instructions are 
provided in chapter three. Of the eight areas discussed in chapter 
two, users indicated that the user interface, scenario variability and 
output flexibility had to be corrected for it to be worthwhile to 
reengineer COVERS.
The user interface, or the lack of a user interface, has caused 
COVERS not to be used for a number of years after it was delivered 
to the US Army. Today, COVERS users face an extraordinary mental 
hurdle which they must overcome every time they use COVERS. The 
lost productivity due to this extremely unfriendly interface cannot 
be accurately measured. The analysis in chapter two showed that 
COVERS can be successfully modified to take on the interface 
characteristics required of the next generation RAM model.
Another significant deficiency identified by the users was 
COVERS set scenario. The COVERS scenario has a fixed, three 
mission progression where the user is able to specify the duration 
of only two of those missions. Further, the user is unable to conduct 
more than one maneuver mission in a 24 hour period. The analysis in 
chapter two demonstrated COVERS can be reengineered to overcome 
these deficiencies also.
Lastly, with the proliferation of computers, decision makers 
are being subjected to an ever increasing amount of data. The 
decision makers are also increasingly aware that a picture is worth 
a thousand words. COVERS users acknowledge the output COVERS
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currently produces cannot be shown to the decision makers unless it 
is in graph form. Once the picture is understood, then the decision 
makers are able to accept other forms of output to substantiate the 
graphs. This is another area where COVERS can be modified to 
produce the graphic capability required of the next generation model.
The analysis in chapter two also revealed that in some areas 
COVERS allows the user to do today what he or she would like to do 
tomorrow. In other areas though, it was shown that COVERS cannot 
be reengineered to take on an operating characteristic required in 
the next generation model.
4.2 Conclusions
The goal of this paper was to determine if it were feasible for 
a qualified software engineer, with the appropriate reengineering 
tools, to reengineer COVERS to take on some or all of the required 
operating characteristics of the next generation RAM model.
Unquestionably the answer is yes.
COVERS can be modified to overcome its most serious 
weaknesses. Those weaknesses are user interface, scenario 
development, and output. A qualified software engineer with the 
appropriate reengineering tools will be able to make these 
modifications. Other COVERS deficiencies described in chapter two 
can also be corrected.
In addition to being able to reengineer COVERS to overcome its 
most serious weaknesses, reengineering COVERS is also more cost 
effective than contracting for a new RAM simulation model. Although 
an exhaustive costing of reengineering COVERS has not been done, 
the magnitude of the difference for reengineering COVERS versus 
contracting a new model is compelling.
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The following list is not a complete listing of the expenses 
associated with reengineering COVERS; however, the reengineering 
project will at a minimum incur these costs:
1. Some number of software engineers.
2. Lost productivity due to stopping one job and starting the 
software engineers on reengineering COVERS.
3. The necessary tools to complete the reengineering. This will 
probably include but may not be limited to:
a. A screen painter to create the input screens.
b. A FORTRAN compiler.
On the other hand, the Army paid Computer Sciences 
Corporation (CSC) 2 million dollars for COVERS in 1978. This is only 
the amount paid to CSC and does not include any government 
employees' time or expenses. Using the Government's 10% annual 
inflation rate [12], the approximate cost for COVERS today would be 
6.9 million dollars to the contractor using the single payment 
compound-amount factor to present worth the 1978 cost [13]. 
Certainly, COVERS could not cost anywhere near this amount to 
reengineer.
4.3 Areas for further Study
One area for further study is that of redocumenting COVERS. 
Redocumenting is one operation which is typically done during the 
reverse-engineering process. Redocumentation would primarily 
focus on adding to and clarifying the COVERS user manual [14]. The 
purpose would be to reduce user misunderstandings by adding, 
editing, or completely rewriting sections of the manual. This would 
also include a verification that the variables as defined in the 
manual are actually being used as defined. The need for 
redocumenting is confirmed by noting that the user requirements
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regarding subsystem criticality is a current capability of COVERS 
without any modification. The manual alludes to this capability but 
does not adequately explain it. As a result, users do not know that 
they have this capability.
Another area for further study is determining how fast COVERS 
can be made to run a data file. Exploring how to make COVERS run 
faster will lead in a number of different areas.
One area where COVERS run time may be reduced is by changing 
the distribution and method used to generate lognormally distributed 
random numbers. Currently, COVERS uses a lognormal probability 
density function (pdf) and the acceptance-rejection method to 
generate lognormally distributed random numbers. Briefly, 
acceptance-rejection method requires the generation of two random 
numbers, one from a uniform distribution, which will be labeled as U 
(x) and the other from the desired distribution, which will be labeled 
as LN (y). If U ( x) is less than or equal to LN (y), then the algorithm 
returns. If it is not, then two more random numbers are generated 
and compared until the U (x) is less than LN (y) [15]. There are two 
very significant, potential drawbacks with the acceptance-rejection 
method of deviate generation. The first is that to produce one 
random deviate it requires the U (0,1) random number generator to 
produce two random numbers. This is slower than producing just one 
random number and it reduces the available period by two versus one 
random number for the uniform random number generator. The other 
potential problem associated with this method is that it may require 
more than one iteration to produce an acceptable deviate. With these 
potential problems, the question arises as to whether the lognormal 
distribution can be replaced by an approximating distribution for 
which it is quicker to produce a deviate. Approximating the 
lognormal distribution with the triangle distribution and using the 
inverse transform method may result in these random numbers being 
generated faster than they are currently generated. It is possible
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this alteration could result in a faster run time for a data set. 
Appendix A thoroughly examines the methodology COVERS uses to 
generate the lognormally distributed random numbers.
A related area for further research could be the period of the 
uniform random generator. Simulation models require random number 
generators with long periods to insure that the simulation is in fact 
random. It is possible that the random number generator in COVERS 
does not have the period to sustain a multiple day scenario, 
especially in light of the fact that the acceptance-rejection method 
is used to generate lognormal deviates.
Another area for further study is that of integrating the HIST 
subroutine into COVERS. Currently, the HIST subroutine is one of the 
13 subroutines which comprise COVERS. However, HIST is not called 
anywhere in the COVERS source code. Hence, HIST is never executed. 
Examining HIST's source code indicates HIST prints a histogram for 
the variables A2 and NAT. Since A2 and NAT are local variables, 
there is no way to quickly determine where the call to HIST should 
be within COVERS or what it should be called with. The user's 
manual alludes to "Availability plots by vehicle and subsystem after 
each run showing percent of total vehicles/subsystems available 
prior to each operation phase throughout the scenario [16]." HIST 
appears to generate the availability plot described, but without the 
call to HIST this subroutine will never be executed.
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One of the areas suggested for further study is that of 
replacing the lognormal distribution with an approximating function 
and using the inverse transform method to generate random numbers. 
This appendix will explore the methodology COVERS uses to generate 
the lognormally distributive random numbers which determine the 
time to repair and the administrative and logistics time during a 
simulation run. To accomplish this will require mathematical 
derivations and the understanding of a number of functions and their 
associated properties. Using these tools, COVERS's source code will 
be examined in detail in selected places.
The discussion will begin with the variable transformations 
COVERS does to the user supplied mean and standard deviation for 
the repair and administrative and logistics times. These 
transformations occur in the INOUT subroutine at approximately line 
number 359.
It is important to note that, in order to produce random 
numbers with the specified lognormal mean fj.t and variance erf, we 
should solve for the mean fj. and variance d 2 in terms of jul and erf 
where ju, = E(X) and o f = Var(X) and where X ~ LN [jj.,g2) [17]. Doing this 
results in eqs. (1) and (2):
cr2 = In ( r f  + of)
f i t (1)
j l  = ln
(rt + off
(2)
COVERS solves for mean f i and variance cr2 in terms of and 
erf and produces eqs (3) and (4):




Obviously, the expressions of eq. (1) and eq. (3) are equivalent. 
However, it is not clear that eq. (4) is an equivalent expression to 
that of eq. (2).
To determine if the expressions in eq. (2) and eq. (4) are 
equivalent, eq. (4) will undergo a number of mathematical 
manipulations. Extensive use the properties of natural logarithm and 
exponents are used.
Beginning with eq. (4):
H =  l n ( n , ) - 2 -
(5)
Substituting the computed standard deviation from eq. (3) into 
eq. (5) yields:
In ( t f  + of)
fit
Simplifying eq. (6) yields:
f l  =  ln (n , ) - \ * [ l n { n f  +  o f ) -  /« (/*? )]
(6)
(7)
Using the distributive property yields:
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(8)
Eq. (8) simplifies to:
n =  ln(n,) - \ * ln (n?  + of) + ln{n, )
(9)
Combining terms in eq. (9) yields: 
= 2 * ln ( n , ) - ^ * ln ( n f  +  of)
(10)
Again, using the properties of exponents and natural 
logarithms on eq. (10) yields:
(11)
Lastly, using the natural logarithms properties on eq. (11)
yie lds:
(/*?+«?)=
Hence eq. (4) and eq. (2) are equivalent.
Given that COVERS correctly solves for \x and a 2 in terms of {xt
and erf, it now is important to determine how COVERS generates the 
lognormally distributed random numbers. To do this will require the
close examination of the RPR subroutine source code from line
number 109 through line 3200.
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Before going line by line through this section of code it is 
important to specify what the probability density function (pdf) is 
for a lognormal distribution. Eq. (12) is the pdf for the lognormal 
d istribution [18]:
1
/ ( * )  =
2a
x y ln o 1
0
i f  x > 0  
otherwise (12)
The first variable of interest in this section of code is H7. 
Although COVERS does not define jc to be H7, this notation will 
facilitate the recognition of the lognormal pdf later in the appendix.
H 7  = x  = -
K)
50 (13)
COVERS then generates the variable F3 as in eq. (14):
F3 = -------- ---------
(2.50662* a )  (14)
On first glance, eq. (14) looks like a mistake. However, on 
further examination, eq. (14) can be written in the form of eq. (15):
F 3 =  1
V2h o  (1 5 )
Eq. (15) now looks like the first term in of the pdf specified in 
eq. (12). COVERS next sets the value of X8 and then computes the 
variable named F I  as described in eqs. (16) and (17) respectively:
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X8 = H I
F 1 =  — *  
2




As happened when first looking at eq. (14), the reader may have 
the same concerns regarding eq. (17). However, manipulating eq. (17) 
results in eq. (18):
FI
_ ~[ln(X8)~ f l f  
2cr2 (18)
Eq. (18) now looks like the exponent for e in the pdf in eq. (12). 
COVERS then computes two new variables, F2 and T9 as described in 
eqs. (19) and (20) respectively:
F2 = —  *eFl 
XS (19)
T9 = F3*F2 (20)
Substituting eqs. (19) and (18) into eq. (20) results in:
T 9 =
\2%  <7
' 1  FI— *e 
XS (21)
Noting that X8=H7=x  from eqs (15) and (13) respectively, we 
will substitute *  and eq.(18) into eq. (21) to yield:
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i -(M*)-*1)2
T9 = — -— e 2°2
x^/2na (22)
Eq. (22) is now in the form of the lognormal pdf described in 
eq. (12). Therefore, it can be concluded that COVERS does in fact use 
the lognormal pdf when generating lognormal random numbers. What 
has not been substantiated, however, is if the random numbers 
generated using the pdf in eq. (22) are actually lognormally 
distributed. Before this question can be answered, the method 
COVERS uses to generate these random numbers must be examined.
COVERS uses the acceptance-rejection method to generate 
lognormally distributed random numbers. Law and Kelton [19] 
describes the general acceptance-rejection methodology in detail. 
Further, they provide an example of how this methodology works. The 
following discussion is extensively drawn from their work on those 
pages. The general acceptance-rejection algorithm Law and Kelton 
describe is listed below [20]:
1. Generate Y having density r.
2. Generate U ~ U(0,1)
3. If U < f(Y)/t(Y), set X  = Y, and return. Otherwise, go to step 1 
and try again. t(Y) is a majorizing function to f(Y) V Y.
COVERS does not follow the methodology outlined above from 
Law and Kelton. COVERS does choose a U ~ C/(0,1) which is stored in 
the variable P5. The majorizing function appears to be .5*H7, where 
H7 is computed as in eq. (13). COVERS does compare P5 to A9, where 
A9 is computed as in eq. (23):
A9 = - *H 1 *T 9
2 (23)
However, there are two steps which COVERS does not do which 
the general algorithm described above requires. The general
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algorithm specifies that if the check described in step 3 fails, then 
the entire process starts again. COVERS does not do this. COVERS 
instead, adds H7 toXS, and replaces T8 by T9. Then COVERS 
recalculates A9 as described as in eq. (24):
Once A9 is recalculated, COVERS then compares the new A9 to 
the old P5. Law and Kelton state that a new U ~ U(0,1) should be 
generated before the comparison is again made.
The other step which COVERS appears to not do is to define a 
majorizing function such that f(Y) < t(Y) V Y. Further, COVERS does 
not appear to create a density function, r = t(x)lc where [21]:
as Law and Kelton recommend.
With this information in mind, two questions arise. One being, 
does COVERS actually generate lognormally distributed random 
numbers given the apparent problems described above? The other 
question which arises is, can the random number generation process 
be done faster by replacing the distribution with an easier 
distribution to work with and using a different methodology to 
produce a random number?
A9 = A9 + j *H 7 * (T 8  + T9)
(24)
T - 4 1 5 2 62
Appendix B






1 R(100,10),V (100,10),A (10),G (10,3), S(100,10),M(1 0,3),B (20,10), 
2F(20),Q(20),U(20),W (20),Z(20),K(20),L(20),E(10),P(100,10),Y(100), 
3N (10),T(100,10),D (100,10),C(100,10) ,X(100,10), J (20,10) ,BM AN(10), 
4A8(10),K1 ,K5,M4,N1 ,NUM,N9,P6,P7,R5,R6,S4>T1 ,T2,Z0,Z1 ,Z2,RSERV, 
5Z3,Z4,Y5,SER(100),ARRAY(123),SYSAV(200),TMNAV(200),CODE(20), 
6SEED,NOSU,NVEUN(10),NMT(10),AVMT(10),NBUMT,AVBMT(10),NDSC,N 




















IF(OPKOD.EQ.1 .OR.OPKOD.EQ.7.) GO TO 55 
WRITE(6,810)K5,CYC 
55 PHSE=1.
DO 107 11-1, NUM 
DO 108 J1 =1 ,Z0 
IF(N(J1).NE.1.) GO TO 108 
AUSE(I1 )=D(I1, J 1)
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C FREE MAINTENANCE TEAMS PRIOR TO MOVE 
C
DO 40 K9=1 ,NUM 
DO 50 J1-1.Z0 
IF(V(K9,J1).EQ.O.) GO TO 50 
IF(INXT(K5,J1).EQ.1) GO TO 45 
FLAG(K9,J1)=T2





IF(FLAG(K9,J1).NE.O.) GO TO 47 
49 CONTINUE 
GO TO 40 
45 DO 46 J1=1 ,Z0 
FLAG(K9,J1 )=0.
46 CONTINUE 
GO TO 40 
47 DO 10 I1=1,N0SU 
DO 15 J 1 =1 ,JK
IF(ASSUT(I1 ,J1).NE.K9)GO TO 15
IF(ANNMT(I1 ,J1).EQ.O.OR.ANNMT(I1 ,J1).LT.T2)GO TO 15
ISSF-ASUT(I1 ,J1)
IF(UCOMM(K9,ISSF).EQ.O.) GO TO 16 
IF((ANNMT(I1 ,J1)-ASTO).LT.T2)GO TO 19 
ANNMT(I1 ,J1)=ANNMT(I1 ,J1)-UCOMM(K9,ISSF)+CMTO 
GO TO 15 
19 ANNMT(I1 ,J1 )=T2+CUTMN
GO TO 15
16 IF(COMM(K9,ISSF).EQ.O.) GO TO 15
IF((ANNMT(I1 ,J1)-C(K9,ISSF)).LT.T2)GO TO 19 
IF((ANNMT(I1 ,J1)-C(K9,ISSF)-ASTO).LT.T2)GO TO 19 
ANNMT(I1 ,J1)=ANNMT(I1 ,J1)-COMM(K9,ISSF)-C(K9,ISSF)+CMTO
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15 CONTINUE
10 CONTINUE
DO 9 I1=1,NBUMT 
IF(ASSBU(I1 ).NE.K9)GO TO 9 
IF(ANNBU(I1).EQ.O.OR.ANNBU(I1).LT.T2)GO TO 9 
ISSF=ASBU(I1)
IF(UCOMM(K9,ISSF).EQ.O.) GO TO 11 
IF((ANNBU(l1)-ASTO).LT.T2)GO TO 13 
ANNBU(l1)=ANNBU(l1)-UCOMM(K9,ISSF)+CMTOB 
GO TO 9 
13 ANNBU(I1 )=T2+CUTMN 
GO TO 9
11 IF(COMM(K9,ISSF).EQ.O.) GO TO 9 
IF((ANNBU(I1)-C(K9,ISSF)).LT.T2)G0 TO 13 
IF((ANNBU(I1)-C(K9,ISSF)-AST0).LT.T2)G0 TO 13 
ANNBU(I1 )=ANNBU(I1 )-COMM(K9,ISSF)-C(K9,ISSF)+CMTOB
9 CONTINUE
DO 8 11=1 ,NDSC 
JK=NMTD(I1)
DO 7 J1=1 ,JK
IF(ASSDS(I1 ,J1).NE.K9)GO TO 7
IF(ANNMD(I1 ,J1).EQ.O.OR.ANNMD(I1 ,J1).LT.T2)GO TO 7
ISSF=ASDS(I1 ,J1)
IF(DCOMM(K9,ISSF).EQ.O.) GO TO 6 
IF((ANNMD(I1 ,J1)-ASTD).LT.T2)GO TO 4 




4 ANNMD(I1 ,J1 )=T2+CUTMN 
GO TO 7
5 ANNMD(I1 ,J1)=ANNMD(I1 ,J1)-DCOMM(K9,ISSF)+TLCM 
GO TO 7
6 IF(COMM(K9,ISSF).EQ.O.) GO TO 7 
IF((ANNMD(I1 ,J1)-C(K9,ISSF)).LT.T2)GO TO 4
IF((ANNMD(l 1 ,J1 )-C(K9,ISSF)-ASTD).LT.T2) GO TO 4 
IF((ANNMD(I1 ,J1 )-C(K9,ISSF)-ASTD-TLCM).LT.T2) GO TO 3 
ANNMD(I1 ,J1)=0.
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TNMD(I1 ,J1)=0.
GO TO 7
3 ANNMD(I1 ,J1)=ANNMD(I1 ,J1)-COMM(K9,ISSF)-C(K9,ISSF)+TLCM
7 CONTINUE
8 CONTINUE
DO 48 J1=1,Z0 





C START MOVE PHASE OF DAY 
C
IF(Q(K5).EQ.O.) G O T O 44 
T2=T2+(F(K5)/Q(K5))/STEP 
K1=F(K5)/STEP 
IF(F(K5).EQ.O.) GO TO 750 
60 IF(K1 .GT.F(K5)) GO TO 750 
12 =  1




DO 111 J2=1 ,Z0
IF(D(I2,J2).LT.S(I2,J2)) GO TO 115 
IF(INXT(K5,J2).EQ.O) GO TO 115 
FUSE=1.
1 1 5 IF(V(I2,J2).EQ.0.) GO TO 111
FALI=1.
1 1 1 CONTINUE
110 IF(J1 .GT.Z0) GO TO 340
IF(FLAG(I2,J1).NE.0.) GO TO 230 
IF(FALI.NE.O.) GO TO 340 
IF(T(I2,J1).EQ.1.) GO TO 230 
IF(B(K5,J1).EQ.O.) GO TO 230 
IF(D(I2,J1).GE.S(I2,J1))G0 TO 170 
IF(FUSE.EQ.1.) GO TO 230 
D(I2,J1 ) = D(I2,J1 )+B(K5,J1)
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GO TO 230
1 7 0 IF(OPKOD.EQ.1.0R.0PK0D.EQ.6.0R.0PK0D.EQ.7.0R.0PK0D.EQ.8.) GO 
TO 1711
WRITE(6,811)J1,SER(I2),T2 
171 A(J1 )=A(J1 )+1.
IF(INXT(K5,J1).EQ.O) GO TO 220 
AMAF=AMAF+1.
IF(KCDS(J1).EQ.O ) GO TO 1700 
P5=RANF(SEED)






1699 FORMAT(1 H ,5X,6HSUBSYS,I4,1X,6H0F SYS,F6.0,37H IS 
UNREPAIRABLE DUE TO COMBAT DAMAGE)
GO TO 1800
1700 CONTINUE
V(I2,J1 ) = 1.0 
1800 CONTINUE
P(I2,J1)=DAY 
X( 12, J 1 )=T2 
BUSE(I2)=AUSE(I2)
DO 173 J5-1 ,Z0 











220 T(I2,J1 )=1 .
230 J1=J1+1
T - 4 1 5 2 68




C DETERMINE IF SYSTEM CAN BE RESTORED 
C
360 DO 710 11=1,N1 





IF(FLAG(I1 ,J1).NE.0.) GO TO 713 
IF(V(I1 ,J1).EQ.0.) GO TO 713 
IF(V(I1 ,J1).EQ.5.) GO TO 713 
IF(R(11 ,J1 ).EQ.0.) GO TO 713 
DO 361 IK-1,3
IF(QUEUE(I1,J1,IK).NE.0.) GO TO 713 





IF(N01.NE.N02) GO TO 710 
DO 550 J7=1 ,Z0 
IF(N(J7).NE.1.) GO TO 550 
BATM=D(N1 ,J 7)
GO TO 520 
550 CONTINUE 
520 T1=T2-R(I1,J1)
IF(T1 .LT.0.) GO TO 710 
B9=T 1 *S4
IF((DUSE(I1 )+B9).LT.BATM) GO TO 710 
RPT(J1)=1.
J8=J1+1
DO 714 J9=J8,Z0 
IF(V(I1,J9).EQ.0.) GO TO 714 
IF(INXT(K5,J9).EQ.1) GO TO 713
