Abstract. This paper shows a novel tool, GAmera, the first mutant generation tool for testing Web Service compositions written in the WS-BPEL language. After several improvements and the development of a graphical interface, we consider GAmera to be a mature tool that implements an optimization technique to reduce the number of generated mutants without significant loss of testing effectiveness. A genetic algorithm is used for generating and selecting a subset of high-quality mutants. This selection reduces the computational cost of mutation testing. The subset of mutants generated with this tool allows the user to improve the quality of the initial test suite.
Introduction
The evolution of software towards Service-Oriented Architectures (SOAs) has led to the definition of a language that facilitates the composition of Web Services (WS): the OASIS Web Services Business Process Execution Language (WS-BPEL) 2.0 [1] . WS-BPEL allows us to develop new WS modeling more complex business processes on top of pre-existing WS. WS-BPEL is an XML-based language which specifies the behavior of a business process as a WS which interacts with other external WS independently of how they are implemented through message exchanges, synchronization and iteration primitives and fault or event handlers, among other constructs.
Mutation analysis has been validated as a powerful technique for testing programs and for the evaluation of the quality of test suites [2] . It generates mutants by applying mutation operators to the program to test. The resulting mutants contain a single syntactic change with respect to the original program. So, in order to apply this technique to programs in any language, we need a languagespecific set of mutation operators and a tool for generating and executing the mutants.
Rice [3] lists the ten most important challenges in the automation of the test process. One of them is the lack of appropriate tools, as they are too costly to use or do not fit the tester's intention or the required environment. Several systems to generate mutants for programs written in various languages exist: Mothra [4] for Fortran, MuJava [5] for Java, . . . GAmera is the first mutation testing tool for WS-BPEL.
One of the main drawbacks of mutation testing [2] is the high computational cost involved in the execution of the large number of mutants produced for some programs against their test suites. Most existing tools simply generate all the possible mutants. GAmera follows a different approach, generating only a subset of all the possible mutants. To select these mutants, GAmera incorporates a genetic algorithm (GA) that selects only high-quality mutants, reducing the computational cost.
In [6] we presented a set of specific mutation operators for WS-BPEL 2.0, in [7] we proposed a framework for the automatic generation of mutants for WS-BPEL based on GA and in [8] we showed the preliminary results of applying the new technique. The tool described in this paper is a direct consequence of these previous works. This paper shows the functionality and usefulness of GAmera after several improvements and the development of a graphical interface. This tool implements the GA integrated with the mutation operators defined for WS-BPEL in the previous works. This open-source tool is freely available at its official website 1 .
Tool Design
The GAmera tool consists of three main components: the analyzer, the mutant generator and the execution engine that runs and evaluates the mutants.
Analyzer. It starts off the GAmera workflow by receiving as input the WS-BPEL composition under test and listing the mutation operators that can be applied to it. Figure 1 shows a screenshot of the application that interacts with the analyzer. The operators are displayed in separate tabs, depending on the category of the operator. The user can determine the set of mutation operators to use among all the available operators. Mutant generator. Mutants are generated using the information received from the analyzer. The tool gives us the possibility of generating all the possible mutants, or selecting only a subset of them with the genetic algorithm. The selection process uses two components. The first, called mutant genetic search, is a GA in which each individual represents a mutant. The GA is capable of automatically generating and selecting a set of mutants, using a fitness function that measures the quality of a mutant, depending on if there are or not test cases that kill it [7] . The second element is the converter, that transforms an individual of the GA into a WS-BPEL mutant. To perform this conversion, the tool uses a different XSLT stylesheet for each mutation operator. Execution engine. The system executes the mutants generated against a test suite. Mutants are classified into three categories depending on their output: Killed. The output from the mutant differs from that of the original program for at least one test case. Surviving. The output from the mutant and the original program are the same for all test cases. Stillborn. The mutant had a deployment error and it could not be executed.
Mutants in this state hint at how the design and implementation of the mutation operators should be revised. For the execution of the original program and their mutants, GAmera uses the ActiveBPEL 4.1 [9] open-source WS-BPEL 2.0 engine and the BPELUnit [10] , an open-source WS-BPEL unit test library which uses XML files to describe test suites.
Results
GAmera shows the results obtained in the execution of the mutants. It displays the total number of generated, killed, surviving and stillborn mutants. From these values, we can measure the quality of the initial test suite and let the user improve it by examining the surviving mutants and adding new test cases to kill them. For this purpose the tool includes a viewer which shows the differences between the original composition and the mutant.
Conclusions and Future Work
We have presented the first tool that automatically generates a set of highquality mutants for WS-BPEL compositions using a genetic algorithm. This tool automates the test of WS-BPEL compositions and provides information that allows the user to improve the quality of the test suites.
The tool is useful both for developers of WS-BPEL compositions, since it automates the testing process, and for researchers in testing of WS-BPEL compositions that are intended to evaluate the quality of test suites.
We are currently working on the design of new mutation operators for providing various coverage criteria. A future line of work is adding a test case generator to the current tool. This generator will allow the user to enhance the quality of the test suite by generating automatically new appropriate test cases.
