The practitioner interested in reducing software verification effort may found herself lost in the many alternative definitions of Graphical User Interface (GUI) testing that exist and their relation to the notion of system testing. One result of these many definitions is that one may end up testing twice the same parts of the Software Under Test (SUT), specifically the application logic code. We revisit the notion of GUI testing and introduce a taxonomy of activities pertaining to testing GUI-based software. We use the taxonomy to map a representative sample of research works and tools, showing several aspects of testing GUI-software may be overlooked.
INTRODUCTION
Advances in technology used as platforms for Graphical User Interface (GUI) software lead to more complex, platform-independent GUI-based software. Current GUI software are capable of serving different types of users with different levels of abilities (e.g. ordinary user, user with disability, Web user, or Mobile user). These advances in technology produce challenges for software testers who are responsible for software verification of those GUI-based software. One of them is that software testers find themselves in front of several testing types to choose and use, such as GUI testing and system testing.
A well accepted definition of software system testing is that it is a phase of software testing conducted on the complete software to evaluate its compliance with its requirements, be they functional or non-functional (Desikan and Ramesh 2006) . However, there is a confusion about alternative definitions of GUI testing one can find in the literature. For example, Ammann and Offutt classified GUI testing into usability testing and functional testing and further classified the latter into GUI system testing, regression testing, input validation testing and GUI testing (Ammann and Offutt 2008) . They argue that GUI system testing is system testing of the entire software through its GUI while GUI testing is verifying that the GUI works correctly without verifying the underlying application code. Memon et al. defined GUI testing as system testing for software that has a graphical user interface (Banerjee, Nguyen et al. 2013 ). We conclude that Memon's notion of GUI testing encompasses both notions of GUI testing and GUI system testing of Ammann and Offutt. One could argue that these are only two authors and that they may not be representative. We conclude that there is no agreement about the notion of "GUI testing", about what it is means and what it entails.
As further shown by our study of literature on the topic, we conclude that the reader interested in testing a GUI-based software may found herself lost in the many alternative definitions of GUI testing that exist and their relation to the notion of system testing. For instance, using Memon's definition of GUI testing, one can use a tool like GUITAR (Memon 2015) to trigger both the GUI and the underlying functionalities whereas when using Ammann and Offutt's definitions one can use JUnit to directly test the application code, bypassing the GUI, and verify the GUI separately. One risk of using incompatible definitions for GUI testing and system testing is to duplicate testing effort: One conducts system testing of the application logic by bypassing the GUI and conducts GUI testing of the software with GUITAR (Nguyen, Robbins et al. 2014) , thereby testing the application logic twice. This paper therefore attempts to answer the following research question: What are available definitions of system and GUI testing and how they relate to each other? Figure 1 illustrates the focus of this paper. It illustrates several software testing definitions by showing the software divided in its GUI layer and its application logic layer. It illustrates that system testing can focus on the functional aspects of the System Under Test (SUT), referred to as functional system testing, or the nonfunctional aspects of the SUT also sometimes referred to as the "alities", referred to as nonfunctional system testing. Both can trigger only the GUI (an arrow stops at the GUI layer, meaning that the application logic is being stubbed/mocked), the GUI and the underlying application logic layer (arrow to the GUI layer, going through the GUI as dashed line and triggering the application logic layer) or only the application logic layer. It also shows that our scope, non-greyed-out part, is limited to functional system testing and does not deal with the alities of the SUT. Although our contribution includes some discussion of the notion of testing the alities of a GUI-based software, we decided to focus on functional aspects rather than non-functional ones. Additionally, the majority of related work and available tools also focus on functional aspects rather than non-functional ones. As justified later in the paper and illustrated in the figure, when functional system testing is applied through the GUI, we call it GUI system testing in order to distinguish it from functional system testing applied to the application logic directly. We focus on GUI applications since such applications typically require robust UIs (Forrester and Miller 2000; Ganov, Killmar et al. 2008) . Another motivation is the difficulty, to the point of impracticality, of GUI system testing for any SUT with non-trivial UI: for instance, using GUITAR (Memon 2015) on Microsoft WordPad in Windows 7 (Nguyen, Robbins et al. 2014) , which contains over 50 GUI events, is extremely expensive (in terms of number of tests).
The rest of this paper is structured as follows. Section 2 describes our search method. Section 3 describes definitions of system testing and GUI testing. Section 4 presents our definitions and taxonomy. Section 5 uses the taxonomy to map a representative sample of existing research activities and tools on testing of GUI-based software. Section 6 presents conclusions.
OUR SEARCH METHOD
We present some definitions of system testing, GUI testing, and other testing activities. As discussed below, these definitions warrant the study of differences (if any) between system testing and GUI testing. The intent of this paper is not to report on a systematic mapping study on GUI testing definitions and other testing definitions. We simply report on representative definitions of main software testing terms to answer research question: What are available definitions of system and GUI testing and how they relate to each other?
We used a systematic method, though not a systematic literature review or systematic mapping study, to identify relevant definitions. The method started by identifying textbooks in our possession or at the University Library in the area of software engineering and software testing. In the case of library books, this meant using the Library search engine to identify books using the following keywords: testing, software GUI testing, software verification, GUI testing. Then, we identified chapters of those books which discuss software testing and in particular GUI testing by browsing through the tables of contents and skimming through pages, looking for keywords like "GUI testing" or "system testing". We identified a total of 52 textbooks (Alkhalid and Labiche 2016) . We believe that, for our search for definitions, looking into textbooks is an adequate procedure, rather than for instance searching in academic paper databases. We nevertheless surveyed by searching online resources too, i.e., Google Scholar, IEEE Xplore, Science Direct, ACM, Engineering Village and Scopus using the following search strings: Graphical User Interface Testing, GUI testing, GUI testing "AND" system testing, definition of GUI testing, Oracle for GUI testing, GUI testing tools, automated GUI testing, survey of GUI testing, GUI testing taxonomy. This step was necessary to find recent surveys or taxonomies in the area of GUI testing. This allowed us to identify a recent (2013) systematic mapping study on GUI testing (Banerjee, Nguyen et al. 2013) which we later use when mapping existing work with our taxonomy. We used the dblp Computer Science Bibliography (Ley 1993) to look for publications on GUI testing when needed for a specific author.
SYSTEM AND GUI TESTING
System testing is defined as a "testing phase conducted on the complete integrated system to evaluate the system compliance with its specified requirements on functional and non-functional aspects" (Desikan and Ramesh 2006) . GUI testing can be defined as system testing for software that has a GUI (Banerjee, Nguyen et al. 2013; Nguyen, Robbins et al. 2014) , that is system testing of the entire software performed through its GUI. Assuming the standard, IEEE definition of system testing we already discussed, we argue that GUI testing as defined by Memon creates tests that do not (necessarily or specifically) address "alities". According to Ammann and Offutt, determining whether the GUI and the logic of a GUI-based software behave as expected 1 includes usability testing and functional testing (Ammann and Offutt 2008) . The former refers to the assessment of how usable the interface is according to principles of user interface design. The latter refers to whether the user interface works as intended. They further classified functional testing in this context into four categories: GUI system testing, regression testing, input validation testing and GUI testing. GUI system testing refers to "the process of conducting system testing through the GUI". Regression testing is about "testing of GUI after changes are made" (Ammann and Offutt 2008) . Input validation testing aims to verify whether the GUI "recognize[s] the user input and respond [s] correctly to invalid input" (Ammann and Offutt 2008) .
We first notice that Ammann and Offutt's definitions do not account for alternative nonfunctional requirements of the UI to usability and robustness (input validation), which also need to be verified. Contrasting Amman and Offutt's definition to Memon's definition, we see that Memon's notion 1 Ammann and Offutt discuss that usability testing and functional testing are the two activities of GUI testing. They then split functional testing into four categories, including GUI testing, which results in a circular definition of the notion of GUI testing. We believe this circular definition was not intentional. To avoid this circular definition, we write that usability testing and functional testing are the two activities involved in determining whether the GUI and the logic of a GUI-based software behave as expected.
of GUI testing is identical to the notion of GUI system testing by Ammann and Offutt, except with regards to some non-functional requirements. The top part of Figure 2 illustrates the main definitions we have encountered in our survey and that we just discussed (the "orange" arrows are discussed next). In red the figure illustrates Ammann & Offutt's definitions. GUI testing is about the functional aspects of the GUI, focusing only on the UI layer, so the arrow goes to the functional part of the GUI and stops there.
From their definitions, we do not have evidence that GUI testing also focuses on non-functional characteristics, especially since usability testing is a separate activity in their discussion. Usability testing is about an "ality" so the arrow goes to the "alities" part of the GUI and stops there. GUI system testing is system testing through the UI so arrows go to the UI (both functional and non-functional) and go through to the application logic.
A TAXONOMY OF TERMS PERTAINING TO TESTING OF GUI-BASED SOFTWARE
In this section, we present an initial, therefore likely incomplete, taxonomy of terms that pertain to testing of a GUI-based software. In line with the majority of the references on the topic, including the IEEE definition, we abide by the definition that states that system testing is about evaluating compliance of an entire software system with its specified functional and non-functional requirements. It follows that, although prominent definitions of system testing (Abbott 1986; Lewis 2004; Desikan and Ramesh 2006; Homes 2012) do not explicitly mention the GUI, in case the software system has a GUI, system testing encompasses the evaluation of the GUI against (GUI-specific) functional and non-functional requirements because system testing works on the entire product. This confirms that system testing includes GUI testing, which is very much like, though slightly different to, Ammann & Offutt definition, as discussed earlier. A direct consequence of this statement is that system testing and GUI testing are two different things and that GUI testing cannot be system testing applied on the GUI. Figure 2 is slightly different from Figure 1 and illustrates the general definitions of system testing we abide to (orange arrows): directly exercising the UI or the application logic layers (direct, plain arrows), possibly exercising the latter through the former (dotted arrows). Those tests focus on either functional or non-functional characteristics, which we refer to as functional system testing and nonfunctional system testing, respectively.
We define functional system testing as checking conformance of the entire GUI-based software against its functional requirements, either by directly interacting with the application logic (arrow 3 in Figure 2 ), by isolating (stubbing/mocking the application logic) and focusing only on the UI (arrow 1), by focusing on the UI in combination with the application logic (arrows 1 and 2), or a combination of those.
We also define non-functional system testing as checking conformance of the entire GUI-based software against its non-functional requirements, either by directly interacting with the application logic (arrow 6), by isolating and focusing only on the UI (arrow 4), by focusing on the UI in combination with the application logic (arrows 4 and 5), or a combination of those.
GUI system testing can be either functional or non-functional, thus we use the terms GUI functional system testing for arrows 1+2 and GUI nonfunctional system testing for arrows 4+5. GUI functional system testing therefore encompasses system level tests exercising the entire software, that is through its UI, and checking conformance with both GUI-specific functional requirements and application logic-specific functional requirements. GUI non-functional system testing encompasses system level tests exercising the entire software, that is through its UI, and checking conformance with both GUI-specific and application logic-specific nonfunctional requirements.
We also refer to system testing of the application logic code, whereby the UI is bypassed, to as functional system logic testing (arrow 3) and nonfunctional system logic testing (arrow 6). Functional system logic testing therefore encompasses system level tests that specifically check conformance of the application logic code with application logic-specific functional requirements.
Non-functional system logic testing encompasses system level tests that specifically check conformance of the application logic code with application logic-specific non-functional requirements.
We also call GUI functional testing the testing of the functional aspects of the UI that does not require the application logic (arrow 1 only), and GUI nonfunctional testing the testing of the non-functional aspects of the UI that does not require the application logic (arrow 4 only). In both cases the application logic is stubbed/mocked. Therefore, GUI functional testing encompasses system level tests that specifically check the conformance of the UI part of the software (and only the UI) against UI-specific functional requirements. And GUI non-functional testing encompasses system level tests that specifically check the conformance of the UI part of the software (and only the UI) against UI-specific non-functional requirements. These are specific, focused version of the notions of functional system testing and non-functional system testing discussed earlier.
One general issue with software testing is how to provide the right values to the software. Software controllability describes how easy it is to provide a program with the needed inputs, in terms of values, operations, and behaviours (Ammann and Offutt 2008) . For example, it is easy to control a piece of software for which all inputs are values entered from a keyboard (Freedman 1991; Gao 2000; Ammann and Offutt 2008) . On the other hand, when the software gets its input values from sensors, it may be difficult to control. Typically, a tester has less control with component/system testing than with unit testing. Therefore, controllability can also mean the ease to reach some predefined level of coverage, i.e., to exercise specific behaviour or pieces of code: it is more difficult to reach coverage of units with system testing than with unit testing. In general, with a higher level of testing (e.g., system testing) it is harder to trigger specific elements of the code/functionality provided by lower levels of the code than with a lower level of testing (e.g., unit testing). When doing integration testing, it is harder to trigger specific statements of the code than with testing those units of the code directly. Similarly, when doing GUI functional system testing (arrows 1 plus 2 of Figure 2) , it is harder to trigger code elements or behaviour of the application logic than when doing functional system logic testing while bypassing the UI (arrow 3 in Figure 2 ), and even more so than when doing unit testing. This is another reason that helps justify the distinctions we make between the different testing activities mentioned earlier and illustrated in Figure 2 .
MAPPING EXISTING WORK WITH OUR TAXONOMY
In this section, we use the new terms we introduced to map existing research. To do that, we look for primary studies in literature. We found a recent (published in 2013) systematic mapping study of GUI testing techniques (Banerjee, Nguyen et al. 2013) . As an initial study we sampled the list of references Banerjee et al. classified and selected the 29 journal papers they identified. Two of them, references (Rubel and Quitslund 2007) and (Janicki, Katara et al. 2012) , are surveys and cannot be mapped with our taxonomy, resulting in 27 studies to map. We selected journal papers since they admittedly represent the most developed research activities in the field. To classify a paper, we follow a set of steps: (1) We study the testing technique presented in the paper; (2) We identify the testing objective of that technique and classify it as one or more of the testing types we introduced earlier (arrows 1, 2, 3, 4, 5, 6 in Figure 2) ; (3) We analyze, based on our own judgment, whether the technique potentially (though this is not the primary purpose) covers other elements of our taxonomy. Table 1 shows the results of our classification (short justifications available in our technical report (Alkhalid, Labiche et al. 2018) (25, 93%) do GUI functional system testing (arrows 1+2). Only one study does GUI functional system testing and functional system logic testing (arrows 1+2, and 3), and only one study does GUI functional testing (arrow 1).
We did not find any work that specifically focuses on non-functional aspects (Primary objective). Only Memon and colleagues, with GUITAR, incidentally achieve more than their Primary objective, which is GUI functional system testing (Memon, Nagarajan et al. 2005; Memon 2008; . This is due to the fact that their tool, GUITAR, can be used to provide erroneous inputs to the GUI under test: there is some GUI non-functional system testing.
In addition to published academic papers, we briefly characterize a number of GUI testing tools according to our taxonomy of testing activities (Alkhalid, Labiche et al. 2018) . Our main focus is tools that support Java: in an initial use of our taxonomy, we wanted to scope the search for tools and Java is a popular programming language for tool development. Characterizing a specific tool according to our taxonomy involve either one or more of the following activities: (1) reading available, online documentation about the tool; (2) downloading (possibly a trial, time-limited) version of the tool and reading documentation that comes with it; (3) trying the downloaded tool on a case study.
Whenever possible we performed the classification based on evidence, which is either documentation that can be referenced, or experimental results obtained by using a tool on a case study. We selected 18 tools out of a set of 39 documented GUI testing tools (Desyatnikov 2016), making sure we have variety: freeware, open source, commercial. The procedure we used to select the tools was the following: We scanned the documentation or downloaded the tools; we excluded the ones with unavailable download (e.g. the download link was broken); we excluded commercial ones for which we cannot get a student or a limited license as well as the ones which do not support Java. The results Table 2 shows our results of classification of tools. All the tools do GUI functional system testing except Fitnesse and LoadUI as both of them are dedicated to non-functional aspect of software. 
CONCLUSION
Recognizing there exist ambiguities around definitions of GUI testing, we presented a taxonomy of terms that distinguishes testing of a GUI-based software along two dimensions: whether functional or non-functional aspects are specifically targeted; whether tests exercise the UI only, the UI and the application logic together, or only the application logic.
We evaluated a select number of most developed related works and tools against this taxonomy and reported that the vast majority of works look alike in light of the taxonomy: they conduct what we coined GUI functional system testing, which is system testing through the UI of functional aspects of the entire application, that is functional aspects of the UI as well as functional aspects of the application logic. We first note that our definitions help distinguish functional aspects of the UI from functional aspects of the application logic. It appears from our mapping that existing works and tools primarily focus on functional aspects of the application logic, through the UI, and not necessarily on functional aspects of the UI.
We also note that controllability issues are not discussed in these works and tools. Specifically, controllability issues may arise and prevent achieving all objectives in terms of functional testing of the application logic code through the UI, which calls for additional system level testing of the application logic which we coined functional system logic testing.
Our results also show that very few works and tools consider non-functional aspects of a GUI-based software, i.e. both non-functional characteristics of the UI as well as non-functional characteristics of the application logic. Very few of them distinguish the (testing) verification of the UI from the (testing) verification of the application logic, despite the fact that, according to our discussion and according to standard software design principles, the two might be different. For instance, it is conceivable to observe a GUI-based software that passes verification conditions (functional and non-functional) established for the application logic but fails to pass verification conditions (functional or non-functional) established for the UI.
Acknowledging our taxonomy may be debated, we believe it is nevertheless a good starting point to continue the discussion as to what we should call "GUI testing". We argue the taxonomy is useful to have an overview of the field and pave the way to future work: e.g., do GUI functional system testing (arrows 1+2) and functional system logic testing (arrow 3) exercise functionalities differently? How is this related to controllability, if ever? What GUI functional testing, the testing of the functional aspects of the UI without the application logic (arrow 1) look like? What about specifically focusing on non-functional aspects?
