Current trends in performing business-to-business transactions and enterprise application integration have been extended to the use of web service. With web services being accepted and deployed in both research and industrial areas, the security related issues become important. Web services security has attracted the attention of researchers in the area of security due to the proven fact that most attacks to businesses and organizations exploit web service vulnerabilities. The main goal of this research is to achieve security concept of the web service can be summarized to this single value. In this paper, we evaluate common security patterns with respect to the STRIDE model of attacks by examining the attacks performed in different web services system. In order to evaluate security we introduce a new measure for the computation of a security rating of web service based on STRIDE test case model such that the security concept of the system can be summarized to single value. The overall severity for the risk that can expressed in measurable way.
INTRODUCTION
Web services are one of the most promising technologies for building distributed systems that has the potential of becoming the core of a new Web-based middleware platform, providing interoperability between computational services. In this specific context security is very important feature. Nowadays, many companies and organizations implement their core business and application services over Internet. Thus, the ability to efficiently and effectively select and integrate inter-organizational and heterogeneous services on the Web at runtime is an important step towards the development of the web service applications [1] .
Web services communication is based upon the Simple Object Access Protocol (SOAP). SOAP is an XML-based information packaging definition which can be used for exchanging structured and typed information between peers in a distributed environment, relying on Internet transport protocols such as HTTP. Because SOAP is standards based, it also provides interoperability in heterogeneous environments. A large number of web services are being developed as an emerging standard to construct distributed applications in the web. Service requesters have access to a choice of descriptions to various services that provide similar service functionality. Automation of dynamic web service discovery is made viable by expression of domain specific knowledge [2] [4]. Today's systems, and the enterprises in which they reside, are so complex that even the most capable risk measurement tools are unlikely to yield risk values that are much better than rough indications of relative risk which, we should quickly add, is often quite good enough in many situations. The problem is that the value of risk, whatever it turns out to be, is likely to be surrounded by a fairly large but unknown amount of uncertainty. This can create a dilemma for the decisionmaker who must then decide whether to invest in further safeguards, which will undoubtedly reduce the overall risk but could be both expensive and unnecessary, or to collect more evidence to reduce the amount of uncertainty surrounding the risk calculation [3] .The high importance of web services security to the process of ensuring some level of security to real systems has been evident since it has been discovered that most attacks may exploit web vulnerabilities [5, 6, 7] . These vulnerabilities stem from web service are poorly designed and developed. Therefore, the incorporation of a level of security already at the design phase is desirable.
If multiple Web services provide the same functionality, then a security requirement can be used as a secondary criterion for service selection. Security is a set of non-functional attributes like confidentiality, integrity, availability. The current Universal Description, Discovery and Integration (UDDI) registries only support Web services discovery based on the functional aspects of services [8] . The problem, therefore, is firstly to accommodate the security information in the UDDI, and secondly to guarantee some extent of authenticity of the published information. Security information published by the service providers may not always be accurate and up-to-date. To validate security promises made by providers, we propose a new system to rate the various security attributes of the Web services they use. These ratings are then published to provide new customers with valuable information that can be used for services selection. We concentrate here on one key issue, providing security for web services in dynamic nature. To realize the potential risks which can arise if proper counter measures are not implemented, it is important to be able to determine the security capabilities of web services in order to ensure that the system is protected against such risks. To do this, some type of security evaluation framework is needed, such that this framework can be used to summarize all implemented concepts to a handy rating [9] .
We try to practically examine the resistance to STRIDE attacks of a small subset of security patterns that are commonly used in web service applications. To perform this evaluation, we have to built a system with web services security testing patterns and using them to study systems under known categories of attacks to web service applications [10] and determine which aspects of security are enhanced through the use of each security pattern for web service system. To study these systems under known attacks, we have used different testing methodology approaches based on the SOAP Sonar for web service penetration testing tool [11] that aim to evaluate web service security in terms of security vulnerabilities. Finally, based on our findings we determined to what extent each security pattern protects us from each category of STRIDE [7] attacks. Based on the fact that we can not quantify in strict terms the security of a system [6] levels of security ranging from absolutely low to absolutely high have been used in the analysis instead of exact numbers. The experimental evaluation shows that each security pattern protects us from different categories of attacks and therefore a smart combination of these security patterns, based on the resistance of each pattern to each category of attack, can lead to systems that are secure enough already from their design. This paper will describe a testing methodology for web services security and outline a process that can be adopted to evaluate web services security can be summarized to single value. We define security as a measure of vulnerabilities in the accuracy of a risk or security measurement. In order to render the definition useable, we believe it is necessary to associate the terms in the definition with a measurement scale that represents the security of a system as a value between 0 (secure) and 1 (insecure).
RELATED WORK
Web service providers must assure their clients confidentiality, integrity and availability over a trusted relationship that may be asynchronous and that may involve multiple business partners. There has been no work on a formalised security testing methodology specifically targeted at web services. However, a testing framework aimed at standard web applications exists and provides a very informative starting point.
Several authors conducted performance evaluation studies of WS-Security. In [12] and also [13] the authors compare the performance of WS-Security operations and choices of signature and encryption algorithms to non-secure messages using various message sizes and complexities. WS-Security provides end-to-end security properties (integrity, confidentiality, and authentication) through open XML standards. End-to-end message security assures the participation of non-secure transport intermediaries in message exchanges, which is a key advantage for Web-based systems and service-oriented architectures. However, point-topoint message security based on TLS (Transport Layer Security) is known to significantly outperform WS-Security.
The security characteristics of web service based systems depend on those of the individual web services (WS) involved and the way in which they are related to each other. In principle, the security characteristics of WS or systems can be expressed in security properties that are published and available to external parties. Since SOAP itself does not provide secure transmission protocol for messages, it brings high risks to both sides of the message exchanger. Although traditional security technologies such as SSL and HTTPS can partially resolve this problem by encrypting messages transferred between two points [1] , these point-to-point transport-layer security technologies cannot insure end-to-end security along the entire path from client to a web service in a complicated multi-tiers distributed system. Furthermore, these point-to-point security technologies are all based on a specific transport protocol/layer, such as TCP/IP for SSL and HTTP for HTTPS. Since SOAP is a transportindependent messaging protocol for web services, the capacity and application of web services would be limited if its security relies on these transport dependent technologies. As a result, OASIS developed Web Services Security (WSS) specification [14] to provide message-level protection between two ends (clients and web services) through message integrity, message confidentiality and message authentications. WSS makes use of SOAP's composable and extendable architecture by embedding security-related information (security token, signatures etc.) in the SOAP header without affecting the data stored in the SOAP's body (but maybe encrypted/signed). This design allows WSS to integrate with SOAP as a plug-in and still retain SOAP's composability and extensibility for other purposes. Today more and more web services products are beginning to support the WSS standard [15] [16] . While WSS enhances the security of web services, people may be concerned with its performance overheads. The overheads can come from: (a) extra CPU times to process WSS-related elements; (b) longer networking times to transport larger SOAP messages due to additional WSS contents [17] [18] [19] . Although many application security testing principles can be generically applied to web services, particular aspects of the technology such as its reliance upon XML and web services specific standards require closer attention that is not provided by other testing methodologies. Thus, a comprehensive framework for evaluating the security of web service implementations.
With web services being accepted and deployed in both research and industrial areas, the security related issues become important. The demand for web services and applications in cyberspace is hindered by security concerns that are raised by corporate service providers and service users. There are concerns about the trustworthiness of the web services from both sides of the spectrum. Testing web services security is a critical step towards enhancing their trustworthiness. To address these issues, we propose a comprehensive framework for specifying security requirements for web services. In this paper, we introduce a new measure for the computation of a security rating of web services based on ws-security test case model such that the security concept of the system can be summarized to single value. These security concepts are used in the measure computation to get the security rating of the web services based on STRIDE methodology.
WEB SERVICES TECHNOLOGIES
Web service architecture involves many layered and interrelated technologies. There are many ways to visualize these technologies, just as there are many ways to build and use Web services. Figure1 below provides one illustration of some of these technology families. In this section we describe some of those technologies that seem critical and the role they fill in relation to this architecture. This is a necessarily bottom-up perspective, since, in this section, we are looking at Web services from the perspective of tools which can be used to design, build and deploy Web services. The technologies that we consider here, in relation to the Architecture, are XML, SOAP, and WSDL. However, there are many other technologies that may be useful.
XML
XML solves a key technology requirement that appears in many places. By offering a standard, flexible and inherently extensible data format, XML significantly reduces the burden of deploying the many technologies needed to ensure the success of Web services. The important aspects of XML, for the purposes of this Architecture, are the core syntax itself, the concepts of the XML Infoset [XML Infoset], XML Schema and XML Namespaces. XML Infoset is not a data format per se, but a formal set of information items and their associated properties that comprise an abstract description of an XML document. The XML Infoset specification provides for a consistent and rigorous set of definitions for use in other specifications that need to refer to the information in a well-formed XML document. Serialization of the XML Infoset definitions of information may be expressed using XML. However, this is not an inherent requirement of the architecture. The flexibility in choice of serialization format(s) allows for broader interoperability between agents in the system.
SOAP
SOAP 1.2 provides a standard, extensible, compostable framework for packaging and exchanging XML Messages. In the context of this architecture, SOAP 1.2 also provides a convenient mechanism for referencing capabilities. SOAP 1.2 defines an XML-based messaging framework: a processing model and an extensibility model. SOAP messages can be carried by a variety of network protocols; such as HTTP, SMTP, FTP, RMI/IIOP, or a proprietary messaging protocol. SOAP 1.2 defines three optional components: a set of encoding rules for expressing instances of application-defined data types, a convention for representing remote procedure calls (RPC) and responses, and a set of rules for using SOAP with HTTP/1.1. While SOAP Version 1.2 doesn't define "SOAP" as an acronym anymore, there are two expansions of the term that reflect these different ways in which the technology can be interpreted: 1)Service Oriented Architecture Protocol: In the general case, a SOAP message represents the information needed to invoke a service or reflect the results of a service invocation, and contains the information specified in the service interface definition. 2) Simple Object Access Protocol: When using the optional SOAP RPC Representation, a SOAP message represents a method invocation on a remote object, and the serialization of in the argument list of that method that must be moved from the local environment to the remote environment.
Figure 1. Web Service Technologies

UDDI
Universal Description, Discovery and Integration (UDDI) is a platform-independent, XML-based registry for businesses worldwide to list themselves on the Internet. UDDI is an open industry initiative, sponsored by OASIS, enabling businesses to publish service listings and discover each other and define how the services or software applications interact over the Internet. A UDDI business registration consists of three components:
White Pages -address, contact, and known identifiers Yellow Pages -industrial categorizations based on standard taxonomies Green Pages -technical information about services exposed by the business UDDI was originally proposed as a core Web service standard. It is designed to be interrogated by SOAP messages and to provide access to Web Services Description Language documents describing the protocol bindings and message formats required to interact with the web services listed in its directory.
WSDL
WSDL 2.0 is a language for describing Web services. WSDL describes Web services starting with the messages that are exchanged between the requester and provider agents. The messages themselves are described abstractly and then bound to a concrete network protocol and message format. Web service definitions can be mapped to any implementation language, platform, object model, or messaging system. Simple extensions to existing Internet infrastructure can implement Web services for interaction via browsers or directly within an application. The application could be implemented using COM, JMS, CORBA, COBOL, or any number of proprietary integration solutions. As long as both the sender and receiver agree on the service description, the implementations behind the Web services can be anything.
SSL/HTTPS
Secure Sockets Layer (SSL) was developed by Netscape and is now used by all web servers and browsers as tool for authentication and encryption. It runs -on top of‖ TCP/IP but -underneath‖ transports such as HTTP and LDAP [12] . HTTP is run over SSL to create what is commonly called -HTTPS‖. Normally, HTTPS is used to validate the identity of the server to the client (via a chain of trusted certificates), and provides end-toend encryption for the HTTP protocol. HTTPS can also provide client authentication, but HTTP basic authentication (explanation directly below) is normally used for that. HTTPS is often used to provide confidentiality (via strong encryption) for web services, but it's not a complete solution to the problem.
HTTP BASIC AUTHENTICATION
Basic authentication is often used to provide userid/password authorization to web resources. All web servers provide a means for protecting resources using basic authentication. Using this technique, the web server checks to see if the user has sent authentication credentials when trying to access a protected resource. If the user has not logged in (indicated by the presence of base-64 encoded credentials in the HTTP header), he is challenged with a login dialog. Basic authentication is not considered strong authentication, because it's trivial to unencode the username and password (Base64 encoding is not considered encryption, because there's no secret key). HTTP digest authentication is also available, and is more secure than basic authentication, but it is not widely used, and support in browsers is inconsistent.
SAML
It may not be obvious at first, but one key aspect of web services is the concept of single sign-on. The idea is that once the user has authenticated once, an application (or another web service) can forward that user's credentials to another web service and request action on the user's behalf. For this to work, we need a method for encoding the -assertion‖ by one application that it has authenticated the user's credentials, allowing it to pass those credentials securely. An assertion is a declaration of facts (statements) about a subject (according to some SAML authority). Assertions can also be digitally signed, to prove that they came from a trusted source. In addition, we need the ability to describe what parts of an application the user is authorized to access. SAML enables applications (web services) to exchange identity and entitlement information with each other. SAML works by exchanging -assertions‖, which confirm information about a user's authorization, authentication, or other information. These assertions are usually time-bound, and describe events that have already occurred, such as, -This user has been successfully authenticated‖, or -This application is authorized to take this action.‖ Here's an example SAML authentication assertion, taken directly from. 
EVALUATION OF RISK CERTAINTY
There are many different approaches to risk analysis. Our approach presented here is based on these standard methodologies and is customized for web services security testing methodology based on STRIDE attacks [22] . In this paper a new measure for the security of web services will be presented. For example [20] , [Weippl, 2005] proposes to list the important assets and the possible risks in a first step. In the second step, integers between 1 and 10 have to be assigned to these risks and assets. For every pair of asset and risk, one integer represents the probability that a security risk gets real and a second integer describes the impact of such a security threat to the asset. For combining the integers to get the value of protecting the assets against such a security threat. In our approach, a catalogue for relevant criteria for testing to be considered will be presented, and second, the computation of a security rating by considering the concept tested against the security criteria will be given based on STRIDE attacks. For introducing a rating corresponding to the security level of some criteria, we give a first try to evaluate the criteria. There are a number of factors that can help us to find raring. The set of factors involved in identifying risk based on threat, vulnerabilities and technical impact. Each factor has a set of options, and each option has a likelihood rating from 0 to 3 associated with it. We will use these numbers later to estimate the overall likelihood. The first step is to identify a security risk that needs to be rated. Once identified a potential risk, and want to figure out how serious it is, in order to estimate the "likelihood". At the highest level, this is a rough measure of how likely this particular vulnerability is to be uncovered and exploited by an attacker. Generally, identifying whether the likelihood is low (1), medium (2), or high (3) is sufficient.
EVALUATION OF SYSTEM UNDER STRIDE PATTERN
Aim of this paper is to introduce a new measure of computation for the security of web services. For this purpose the implemented criteria as mentioned below have to be considered and integrated into the calculation according to their security strength. Before we can state some formula for the calculation process, we have to introduce the factors needed for it. STRIDE is an acronym for a process developed by the Microsoft Application Consulting and Engineering Team to represent various methods by which an adversary may attack a system. Threats are often classified according to their type. Threat types are often associated with specific security mechanisms and can therefore be quickly mitigated. One form of classification is known as the STRIDE model. To create a catalogue of security criteria, we consider a model for security services, as given by a combination of the services presented in [Voydock/Kent, 1983] and [ISO, 1989] [21]. These security services that must be enforced in order to create a secure environment are listed in the following:
Spoofing: In this attack, adversaries falsely represent themselves as valid user entities. For example, having obtained the login of a system administrator, the attacker gains access to system data, giving them free rein to execute further attacks.
Tampering: Using this method of attack, an adversary successfully modifies or deletes data within the system. An example would be when an adversary gains access to the system database and deletes all the client records.
Repudiation: This method identifies whether or not an adversary can attack a system without detection or evidence that the attack occurred. An example would be an adversary who performs a "tampering with data" attack without leaving any trail indicating that the data had been compromised.
Information Disclosure: In this attack method, an adversary gains access to data not within their trust level. Such data may include system information that may facilitate further attacks.
Denial of Service: Using this method of attack, an adversary causes a system to be unavailable for valid user entities. An example would be an adversary who executes a shutdown command to a file server.
Elevation of Privilege: This type of attack increases the adversary's system trust level, permitting additional attacks. An example would be an adversary who enters a system as an anonymous user entity but is able to obtain the trust level of a system administrator.
In order to evaluate web services security under known attacks we have used SOAP Sonar [11] web services penetration testing tool. Bringing this approaches to find attacks that found the major security flaws of the web service application, meaning the three Sub-system Parameters, two SQL Injection, three authentication exchange tampering and three replay attacks Minor application errors that pose no threat to security not found by the static approach, were found by SOAP Sonar [11] .
Additionally, the threat attacks found in the remaining web services were fewer in comparison to the second application and first one. The higher number of security flaws in the first application was much more prominent in the set of high risk flaws. The previous analysis of the results shows that proper use of the security patterns leads to the remediation of all major security flaws. These flaws that remain even after the use of security patterns exist because existing security patterns do not confront these kind of problems. The intercepting validator pattern, when used for all input, including session variables that are not input by the user but still posted, protects from Sub-system Parameters ,SQL Injection, authentication exchange tampering and replay attacks. Therefore, it offers high protection against Tampering with Data and Information Disclosure attacks.
The STRIDE model has been adopted for the purpose of threat modelling in this paper. The following is a generic STRIDE threat classification for web services which should be tailored for the domain of the specific web service being tested. Each threat is identified with a reference number and contains a description, possible architecture entry points and a list of assets that may be impacted. STRIDE is a very simple approach to threat identification. The terms/phrases it represents, along with an explanation of each, are listed in [22] Table 1 . At each trust boundary (TB), apply the STRIDE model by asking whether one or more of the threat types represented to apply. Because of its simplicity, its use tends to result in one or missed threats per TB. 
CATEGORIZE AND PRIORITIZE THREATS
In an organization where threat and vulnerability management is governed by solid risk management principles, the following formula is typically used to assign a risk score to a threat:
Risk = Probability of Occurrence x Business Impact
There are a number of ways, both qualitative and quantitative, to apply this formula. For the purposes of our threat assessment model, I'm going to use STRIDE. STRIDE is a classification scheme for characterizing known threats according to the kinds of exploit that are used (or motivation of the attacker). At this stage we have a list of threats that apply to the application. In the final step of the process, you rate threats based on the risks they pose. This allows you to address the threats that present the most risk first, and then resolve the other threats. In fact, it may not be economically viable to address all of the identified threats, and you may decide to ignore some because of the chance of them occurring is small and the damage that would result if they did is minimal.
Risk = No. of Inbound Attacks + No.of OutBound Attacks Total no. of Assests
This formula indicates that the risk posed by a particular threat is equal to the probability of the threat occurring multiplied by the damage potential, which indicates the consequences to your system if an attack were to occur. You can use a 1-3 scale for probability where 1 represents a threat that is very unlikely to occur and 3 represents a near certainty. Using this approach, the risk posed by a threat with a low likelihood of occurring but with high damage potential is equal to the risk posed by a threat.For example, if InBound =3 and OutBound =1 for replay attacks, then Risk = 3 * 1 = 3. If Overall=3 then risk rating that occur in the value in the scale be high. This approach results in a scale of 1-3, and you can divide the scale into three bands to generate a High, Medium, or Low risk rating. Bringing this approaches to find attacks that found the major security flaws of the web service application threat possible to occur. Based on the above analysis that offers us a practical examination of attacks to web service with security patterns. We can make conclusions about the resistance to known categories of attacks of the security patterns under consideration.
CONCLUSIONS AND FUTURE DEVELOPMENTS
The problem with a simplistic rating system based on stride and dread model usually will not agree on rating value [23] . To overcome this challenges issues we proposed new type of rating scenario based on attacks that existing under different system based on criteria based security patterns. In order to evaluate the web services security under known attacks we have used STRIDE approach. We have estimated the resistance of specific security patterns in web services system against STRIDE attacks in measurable way. In order to achieve this we have built a system wit respect to security that generally applied to web service. Thus the increasing use in the enterprise sector for the integration of distributed systems and business critical functions dictates the need for security assurance yet there is currently no security testing methodology specifically adapted to applications that implement web services. This paper will also describe a testing methodology for web services security and outline a process that can be adopted to evaluate web services security. Future work includes proposing new security patterns for the security flaws that our analysis showed that existing security patterns do not confront, build using a mathematical model for the security of systems under STRIDE.
