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第1章 はじめに
GUI(Graphical User Interface)は視覚的に情報を表示し，直感的で分かりやすい操作
性を提供する．そのため，GUIは計算機だけに限らず，ATMやカーナビゲーションシ
ステム，駅の発券機など様々なシステムのインタフェースとして採用されている．また
計算機だけを考えてみても，マイクロソフト社のWindowsやアップル社のMacintosh，
GNOMEなど様々なプラットフォームが存在し，GUIが取り入れられている．このよ
うなGUIを誰にでも容易に利用できるように，ユーザビリティが注目されてきている．
ユーザビリティの向上のために各プラットフォームで独自のユーザインタフェースガ
イドラインが制定されている．ユーザインタフェースガイドラインとは，ユーザイン
タフェースの外観や操作性に一貫性を持たせるための規則集であり，テキストのフォ
ントやコントロールのサイズ，使用条件，配置位置などGUI のレイアウトを行う上で
の規則が記述されている．
また近年，1つのソフトウェアを複数のプラットフォームで利用することが多くなっ
ている．例えば，WebブラウザFireFoxなどはWindows，Macintosh，Linuxなど複数
のプラットフォームで利用可能である．しかし，このようにソフトウェアを複数のプ
ラットフォームで動作させるには，それぞれのプラットフォームのユーザインタフェー
スガイドラインに則すように，GUIをレイアウトすることが推奨されている．そのた
めには，ソースプログラムをそのガイドラインに沿うように手動で作り直さなければ
ならない．その作業には時間や手間などの大きなコストがかかる．
そこで，そのコストを低減し，各プラットフォーム間のガイドラインへの対応を容易
にするために，ユーザインタフェースガイドラインの情報，およびレイアウトの調整
をしたいGUIのソースコードを入力すると，入力したGUIのソースコードを修正し，
ユーザインタフェースガイドラインに則したGUIのソースコードを自動的に生成する
手法を提案する．
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第2章 ユーザビリティ
2.1 ユーザビリティの定義
ユーザビリティの語源は「”use”+”able”=”Usable”」であり，”Usable”という単語を
リーダーズ英和辞典で調べると，「用いられる」「使用できる」「使用するのに便利な」と
いう意味が記述されている [1]．また同様に”Usability”という単語をリーダーズ英和辞
典で調べると，「有用性」「便利なこと」と記述されている．しかしヒューマンインター
フェースや人間工学の分野ではユーザビリティは「使いやすさ」という意味になり，ソ
フトウェア工学の分野ではソフトウェアの質の高さを表す指針となる．だが，そのシ
ステムの性質やそれを使うユーザ，利用状況などによって「使いやすさ」は変化する
ため，この「使いやすさ」を明確に定義することは難しい．
ユーザビリティの定義として認知度の高いものには，国際規格である ISO 9241-11や
ユーザビリティエンジニアリングの第一人者である Jakob Nielsen博士の「ユーザビリ
ティエンジニアリング原論」[2]におけるユーザビリティの定義などがある．ISO 9241-1
では，ユーザビリティとは「ある製品が，指定された利用者によって，指定された状況
下で，指定された目標を達成するために用いられる際の有効さ，効率及び満足度の度
合い」として定義している．一方 Jakob Nielsen博士は，システムの機能や性能がユー
ザの要求を満たしているかということはユーティリティ(有用性)に関することであり，
システムの「使いやすさ」を意味するユーザビリティとは区別している．本章では特
に「ユーザビリティエンジニアリング原論」で定義されている 5点について論述する．
² 学習しやすさ
² 効率性
² 記憶しやすさ
² エラー
² 主観的満足度
学習しやすさ:
「学習しやすさ」とは，そのソフトウェアを初めて使う場合，作業をすぐに始めるた
めに「容易に使い方を学習できるか」ということである．例えば，あるソフトウェア
は使用するために大量のマニュアルを読んだり，説明を受けたりしなければならない
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とすると，そのソフトウェアは学習しにくく，ユーザビリティが低いと言える．逆に
マニュアルを読んだり，説明を受けたりすることなく，すぐに使い始めることができ
るソフトウェアは学習しやすく，ユーザビリティが高いソフトウェアであると言える．
学習しやすいGUIを作成するためには，ソフトウェアで使用する単語やフレーズ，画
像に，システムに関連したものではなく，例えばWindowsの「ごみ箱」のように，ユー
ザが慣れ親しんだものや，日常生活の行動に関連したものを使うようにする．Windows
の「ごみ箱」の不要なファイルやフォルダをドラッグ＆ドロップする操作が，日常の
「ゴミを捨てる」動作に似ているため，直感的でわかりやすい操作が可能となる．また，
動作・機能がよく似ていて市場で高いシェアを持っている別のソフトウェアがある場
合，そのソフトウェアのGUIの外観や振舞いに一貫性を持たせることも，学習しやす
いGUIを作成する上で重要である．ユーザが別のソフトウェアの使用法を学習済みで
あり，その学習内容を自身のソフトウェアに応用できるのであれば，学習済みの知識
を使いまわすことができ，学習にかかる手間を間接的に減らすことができる．
しかし，逆にユーザの日常生活や文化背景を考慮しないインターフェースは混乱を
招き，ユーザビリティを下げる結果につながる．例えば，メール送信を表すアイコン
を赤いポストの画像にしたとする．赤いポストは日本人にとって馴染み深く，わかり
やすいアイコンとなるが，他の国々ではポストが赤いものであるとは限らない．別の
日用品を連想させてしまった場合，わかりにくいだけでなく，誤った操作をする原因
にもなる．またそのソフトウェアを利用するユーザのコンピュータに対する熟練度も
重要である．主なユーザが日頃からコンピュータに触れ，様々なソフトウェアを使う
人物であるなら，専門的な単語やフレーズ，画像を使っても問題ないが，あまりコン
ピュータに触れる機会のない人物が使うソフトウェアの場合は専門用語などの使用は
避け，直感的で分かりやすい表現を用いるべきである．
また「学習しやすさ」において，ソフトウェアの使用頻度を考慮することも重要であ
る．毎日のように使用するソフトウェアの場合，使用方法の修得に多少時間がかかった
としても，修得後に高い生産性を上げられるのであれば大きな問題はない．一方，一
人のユーザがほとんど使用する機会のないソフトウェアでは，特別な学習が無くても
容易に使用できることが必要であり，「学習しやすさ」がより重要になる．
効率性:
「効率性」とは，そのソフトウェアの使用方法を，ユーザが一度学習してしまえば高
い生産性を上げることができ，「効率的に使用できるか」ということである．例えば，表
計算ソフトではデータの入力方法や計算範囲の指定方法，計算内容の入力方法などを
学習すれば，自身で計算するよりも効率的に計算し，数値を得ることができるようにな
る．またテキストエディタでは一度フォントやマージン，サイズなど文書のフォーマッ
トの決め方を学習し，設定してしまえば，あとは効率よく文書を作ることができる．
GUIにおいてはウィジェットの配置や大きさが特に重要であり，頻繁に使用する機
能はツールバーに表示したり，似たような機能はグループ化しておくなどの工夫が必
要である．また項目を左揃えにしたり，コントロールの大きさを同じにしたりするな
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ど，外観に一貫性を持たせることでさらに作業効率を上げ，ユーザビリティの高いソ
フトウェアにすることができる．
一方で表示されている項目が多すぎて把握しづらい，もしくは紛らわしい項目があ
るということは作業の効率を下げ，ユーザビリティに問題があるソフトウェアになる
原因となる．こういった場合は表示方法を変えたり，グループ化して階層構造にする
などの工夫が必要である．
記憶しやすさ:
「記憶しやすさ」とは，ユーザが一度ソフトウェアの使用方法を学習してしまえば，
不定期利用のユーザがしばらくそのソフトウェアを使わなくても，「再び使うときに学
習しなおさずに使い始めることができるか」ということである．例えば，書店や図書
館にある書籍検索システムを毎日利用することは少ない．このような場合，ユーザが
次回の使用時にシステムの使用方法を覚えていられるとは限らない．このようなソフ
トウェアは「記憶しやすさ」が特に重要であると言える．
また，Webブラウザや毎日仕事で使用するシステムなど頻繁に使用されるようなソ
フトウェアの場合は，使用間隔が長く空いてしまったとしても，以前学習した使用方
法を忘れてしまっている可能性は低い．このようなソフトウェアでは「記憶しやすさ」
の影響はそれほど高くない．ただし機能ごとに使用頻度は異なり，頻繁に使用する機
会のない機能については，使用方法を忘れてしまっている可能性があり，「記憶しやす
さ」を軽視すべきではない．
GUIでは，「学習しやすさ」と同様に直感的な理解しやすさが重要になると言える．
そのためには文章やラベル，アイコンなどでユーザに作業手順の説明や指示をすると
いう工夫が必要である．このような工夫で「記憶」だけに頼らずに，直感的でわかり
やすい操作感を提供することができる．
エラー:
「エラー」とは，ユーザがあるソフトウェアを使用する場合，「そのソフトウェアの
エラー発生率を低くし，もしエラーが発生した場合もすぐに回復できるようにし，か
つ致命的なエラーが起こってはならない」ということである．
GUIに関しては，エラーが起こってしまった場合，エラー内容やユーザがとるべき
対策方法を簡潔かつ詳細かつ正確に表示する必要がある．またファイルの削除などの
取り返しの付かない作業については，その項目をユーザが安易にクリックできない位
置に配置したり，ダイアログボックスでその作業を実行してよいのかを確認するなど
の工夫が必要である．エラーが頻繁に発生するようなソフトウェアは「効率性」の面
でも問題である．
4
2009年度 修士論文 早稲田大学大学院基幹理工学研究科 深澤研究室
主観的満足度:
「主観的満足度」とは，ユーザがそのソフトウェアを使用した際，楽しく利用でき
たか，個人的に満足できたか，ということである．ホームコンピューティングやゲー
ムなど仕事以外の環境で任意に使われるソフトウェアにとっては特に重要なユーザビ
リティ要素である．「主観的満足度」を向上させる方法のひとつとして，ソフトウェア
を利用するユーザの性質によって，ソフトウェアの外観などを工夫するということが
挙げられる．例えば，子供が遊ぶゲームや学習ソフトのようなものなら，楽しく取り
組むことができるようにキャラクターなどを配置してエンターテインメント性を上げ
る，といったことが考えられる．また業務用のソフトなら余計な装飾は排除して，作
業にのみ集中できるようにした方が良い．
しかし「主観的満足度」はユーザ個人の主観によって判断される要素であるため，数
値として表すことや規格などを用いての確認が困難であり，ユーザテストによる評価
が重要である．
2.2 ユーザや利用環境によるユーザビリティの変化
2.2.1 ユーザによるユーザビリティの変化
そのソフトウェアを使用する主なユーザの性質によってユーザビリティは大きく変
化する．例えばパソコンに不慣れなユーザや，そのソフトウェアを使用したことがな
いユーザのためには，メニューやボタンを配置したり，機能の説明や操作手順，確認の
ためのダイアログを表示した方が親切であり，誤操作を防ぐこともできる．「学習しや
すさ」や「記憶しやすさ」の面でユーザビリティが高いソフトウェアであると言える．
一方でパソコンや，そのソフトウェアの使用に慣れた熟練ユーザにはその親切がわず
らわしく感じられる場合があり，「効率性」や「自主的満足度」が低下する．そのよう
なユーザのためにキーボードから入力する直接入力方式やアクセスキー，ショートカッ
トキー，階層メニューの途中を省略して使用したい機能を 1回で選択できるシュート
カットメニューを使用した方が良い．このように初心者を基本にしながら熟練者にも
使いやすい工夫がユーザビリティの高いソフトウェアを作る上で重要である．また初
級ユーザがアクセスキーやショートカットキーなどを扱える上級ユーザにスムーズに
移行できるような学習システムを導入する必要もある．
2.2.2 使用状況によるユーザビリティの変化
同じユーザが同じソフトウェアを利用する場合でも，その使用状況によってユーザ
ビリティは大きく変化する．例えばエラー時に音声で警告をするソフトウェアの場合，
ユーザが自宅など音を気にする必要がない状況で使用している場合には問題ないが，公
共の場所など音を出すのに不適切であると思われる状況下ではその機能は使用できな
い．そこで音を出力しないように設定できるなどの工夫が必要である．また音が出な
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いためエラーを見逃すことがないように，音だけでなく警告を表す画像を表示するな
どの工夫が必要である．
2.2.3 ユーザビリティの向上以外の考慮
前述のように，ユーザビリティはそのソフトウェアのユーザの性質や使用状況によっ
て大きく変化する．同じソフトウェアを違うユーザが違う目的で使えば，そのユーザ
ビリティも異なる．GUIレイアウトに関しても，そのソフトウェアの機能や使用目的
だけで決定するのではなく，様々な環境を考慮し，作成しなければならない．
ただし，ユーザビリティを向上させるための工夫がセキュリティの低下を招く場合も
ある．例えば一度入力した IDやパスワードを保存できる仕様であったとする．このよ
うな場合，何度も IDやパスワードの入力をする必要がなくなり，「効率性」は向上する
が，そのハードを盗まれるなどした場合，悪用される危険性がある．このようにユー
ザビリティだけではなくセキュリティ面での考慮も必要である．
2.3 ユーザビリティの重要性
ユーザインターフェースは以前よりもコンピュータの重要な部分として扱われるよ
うになった．その理由は，ハードウェア価格の下落によって専門的な知識や技術を持
たない人々が，様々な目的でコンピュータを利用するようになり，ユーザはユーザビ
リティの低いソフトウェアを敬遠するようになったからである．例えば，便利な機能
を多く持つソフトウェアでも，処理が重く，「効率性」が低い機能や，使い方が分かり
難く，「学習しやすさ」が低い機能はユーザに敬遠される．このようなソフトウェアは
「自主的満足度」も低くなり，市場で高いシェアを得ることは難しい．このようにソフ
トウェアはより便利な機能を持たせるだけでなく，使いやすいソフトウェアであるこ
とが求められるようになっている．
またユーザビリティを向上させることで，コストの削減につながる場合がある．ユー
ザビリティに問題があるソフトウェアを発売した場合，その問題を解決するための修
正パッチやアップデート版の開発に余計なコストがかかる．またソフトウェアの使い
にくさからサポートセンターへの問い合わせも増え，余計な人件費がかかってしまう．
ソフトウェアの開発段階からユーザビリティを考慮し，ユーザビリティテストなど
入念な対策をすることで余計なコストを抑え，高い競争力を持ったソフトウェアを作
ることができる．
6
2009年度 修士論文 早稲田大学大学院基幹理工学研究科 深澤研究室
第3章 ユーザインターフェースガイド
ライン
ユーザインタフェースガイドライン (以下ガイドラインと呼ぶ)とは，ユーザインタ
フェースの外観や操作感に一貫性を持たせるための規則集である．ソフトウェア開発者や
インタフェースデザイナはガイドラインに従うことで，ユーザに一貫したビジュアルと使
用感を提供するユーザインタフェースを開発することができる．現在提供されているガイ
ドラインとしては，AppleのHuman Interface Guidelines[3][4]やMicrosoftのWindows
Vista User Experience Guidelines[5]，GNOME Human Interface Guidelines[6] などが
ある．
3.1 ユーザインタフェースガイドラインの概要
ガイドラインには，GUIのレイアウトを行う上での規則が項目別に記述されてい
る．本項では，Apple Human Interface GuidelinesとWindows Vista User Experience
Guidelinesを例に挙げ，記述されている項目の例を以下に示す．
3.1.1 Apple Human Interface Guidelines
² Controls項目
コントロールとはボタンやチェックボックス，テキストボックスなどのように，マ
ウスなどで操作した際に何らかの動作をする画像オブジェクトである．この項目
ではコントロールの基本的な振る舞いや使用パターン，サイズ，配置位置などが
記述されている．
² Text項目
テキストのフォントや色，そのフォントの使用パターンなどが記述されている．
例えば，メニューやダイアログ，コントロール内の文字列として使用される「シ
ステムフォント」はレギュラーで大きさは 13ポイントとする，と記述されてい
る．また警告文などで使われる「強調されたシステムフォント」はボールドで大
きさは 13ポイントとする，と記述されている．また文章を書く上での注意事項も
記述されている．例えば，あるコントロールを説明する目的のラベルのテキスト
の末尾には「：(コロン)」を付ける，ある項目を選択後に出てくるウィンドウに
ユーザの入力が必要な場合 (例えば「印刷」)は項目のテキストの末尾に「...(省
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略文字)」を付ける，冗長性を排除しシンプルな文章を書くことを心がける，と
いったことが記述されている．
² Windows項目
多くのウィンドウを振る舞いや外観から 4つの種類に分け，それぞれのレイアウ
ト方法などの説明が記述されている．
(1) ドキュメントウィンドウ
ファイル単位のユーザデータを格納している．ユーザが作成し，記録した内
容を表示する．
(2) アプリケーションウィンドウ
ドキュメントベースでないアプリケーションのウィンドウ．
(3) ユーティリティウィンドウ
ユーザがドキュメントを開いている間，様々な作業ができるツールやコント
ロールを提供する．
(4) ダイアログと警告
エラーや確認などのメッセージをユーザに提供するために使用されるウィン
ドウ．
² Menus項目
メニューバーやコンテキストメニューなど様々な種類のメニューの振る舞いや，
レイアウトの方法が記述されている．例えば，メニューバーには，「アップルメ
ニュー」「スポットライトアイコン」「アプリケーションメニュー」「ウィンドウ
メニュー」を常に含んでいる必要がある，と記述されている．
² Icons項目
アイコンとはプログラムの内容をイラストにしてわかりやすくしているものであ
る．この項目では，アイコンをどのようにデザインするかについて説明している．
主に視点や光源の当て方や，影の付け方に関する説明，アイコンをデザインする
工程の説明が記述されている．
² Pointers項目
MacOSで利用できるポインタに関して紹介している．また独自のポインタを作
成する際のデザイン方法についても記述されている．
² Layout項目
ウィンドウ内でラベルやコントロールなどを配置するための説明が，様々な例を
交えて記述されている．例えば，ラベルをコロンを基準にして右揃えにし，コン
トロールを左揃えに配置する．そして全体のコントロールは中央均等に配置する，
と記述されている．
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3.1.2 Windows Vista User Experience Guidelines
² Controls項目
プッシュボタンやラジオボタン，テキストエリアなどのコントロールのサイズや
配置位置，使用パターンなどが，正しい例・間違った例を交えて記述されている．
² Commands項目
様々な種類のメニューやツールバー，独自のUIであるリボンのデザイン方法な
どについて，様々な例を交えて記述されている．例えば，標準的なメニューバー
の構造として「ファイル」「編集」「表示」「ツール」「ヘルプ」の項目のレイアウ
ト方法が記述されている．
² Text項目
テキストのフォントや使用パターン，文章を書く上での注意事項などが様々な例
を交えて記述されている．例えば，ウィンドウ内の主題として使用される「Main
Instruction」は大きさ 12ポイント，文字列の色は青とする，と記述されている．
またApple Human Interface Guidelinesと同様に，あるコントロールを説明する
目的のラベルのテキストの末尾には「：(コロン)」を追記することや，「印刷」な
どある項目を選択後に出てくるウィンドウにユーザの入力が必要な場合は項目の
テキストの末尾に「...(省略文字)」を追記することも記述されている．
² Messages項目
エラーや警告，確認，通知など様々なメッセージのデザインコンセプトや使用パ
ターン，設計方法などが，正しい例や間違った例など，様々な例を交えて記述さ
れている．
² Windows項目
ダイアログやウィザード，プロパティウィンドウなどのデザインコンセプトや使
用パターン，設計方法などが，正しい例や間違った例など，様々な例を交えて記
述されている．
² Aesthetics項目
ウィジェットのウィンドウ上においてのレイアウト方法やアイコンの作成方法，
音の使用パターンや作成方法について記述されている．例えば，ラベルを左揃え
に，コントロールも左揃えに配置する，またラベルはコントロールの左側，もし
くは上側に配置する，と記述されている．また，ラベルとコントロールの間隔や
ウィンドウの上下左右のマージン，分割線やグループボックスとコントロールと
の間隔，コントロール間の間隔なども細かく記述されている．
3.2 ユーザインタフェースガイドライン適用による利点
ガイドラインに則すようにGUIを構築することによって得られる利点は以下の通り
である．
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² 操作性の統一
同一プラットフォーム上で動作する異なるソフトウェアの操作性に一貫性を持た
せることができる．これにより，ユーザは以前に利用したソフトウェアの操作経
験を生かし，新たに利用するソフトウェアの操作方法を短時間で学習することが
できる．
² 一定のユーザビリティを確保
ガイドラインに則すようにデザインされたソフトウェアは，ユーザの作業の効率
性が向上し，一定のユーザビリティが確保される．
² 説明書作成の簡単化
外観や操作性に一貫性を持ったソフトウェアが多くできると，ユーザが以前利用
したソフトウェアの操作経験を活かせるため，ソフトウェアの説明書の作成が容
易になる．
² ソフトウェア開発のコスト軽減
ソフトウェアのユーザビリティ向上のためのレイアウト決定が容易になり，ソフ
トウェア開発のコスト軽減につながる．
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第4章 本手法の特徴
4.1 コストの低減
4.1.1 自動レイアウトによるコストの低減
ソフトウェアを開発する際には，そのGUI部分の作成に時間や手間などの大きなコ
ストがかかる．その要因のひとつとして，GUIのレイアウトを決定するための，ユーザ
によるユーザビリティテストが挙げられる．ユーザビリティテストでは作成したGUI
をユーザに実際に使用してもらい，その評価を取る．そこで発見された問題点などを
ソフトウェアにフィードバックし，その評価を元にGUIを作り直す．という手順を繰
り返す．このような行為のためGUIの作成は，ソフトウェア開発の他の工程に比べて
修正や変更といった作り直しにかかるコストが大きい．
本手法では，ガイドラインの情報とレイアウトを調整したいソフトウェアのGUI部
分 のソースコードを入力することにより，入力されたガイドラインに則してGUI のレ
イアウトを調整し，ソフトウェアを動作させたいプラットフォームのGUI 部分のソー
スコードを生成することを目指す．レイアウトしたいGUIのソースコードから抽出さ
れた GUIの情報は XML文書として記述される．また，ガイドラインの情報も XML
ベースの文書として記述される．XMLで記述されたデータは特定の環境に依存せず，
またタグ付けされているので，データ構造の変更に柔軟に対応でき，システムの処理
がしやすい．
本手法はソフトウェアのGUI部分のレイアウトを自動化するため，先に述べたユー
ザビリティテストでのGUI部分のプログラムの作り直しにかかるコストを低減するこ
とができる．また本手法ではガイドラインを基準にして GUIをレイアウトするため，
ユーザインタフェースデザイナがGUIのレイアウトを決定する工程を支援することが
できる．本手法を適用することで，結果として開発全体のコストを低減することにつ
ながる．
4.1.2 プラットフォーム間の移植のコストの低減
近年，WindowsやMacintoshなど複数のプラットフォームで利用できるソフトウェ
アが多くある．プラットフォームごとに操作性や外観に一貫性を持たせ，ユーザビリ
ティの高いユーザインタフェースを作成するために，各プラットフォームには独自の
ガイドラインが制定されている．しかし，プラットフォーム間の移植のために，ガイ
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ドラインに従ってGUI部分のソースコードを作り直すことは時間や手間などのコスト
が大きい．
ガイドラインの違いによるGUIの変化の例として，図 4.1にApple Human Interface
Guidelines(以下Mac ガイドラインと呼ぶ) を適用してGUI レイアウトを調整した例
を示す．また図 4.2にWindows Vista User Experience Guidelines(以下Vista ガイドラ
インと呼ぶ) を適用してGUIレイアウトを調整した例を示す．図 4.1と図 4.2は入出力
をする各項目の意味的な内容は全く同じものである．このGUIに使用されているウィ
ジェットの内容は以下の通りである．
² 「ユーザの登録」というウィンドウ自体の目的を説明するためのラベル
² 「名前」というラベルと名前を入力するためのテキストフィールド
² 「メールアドレス」というラベルとメールアドレスを入力するためのテキスト
フィールド
² 「職業」というラベルと職業の選択項目が 6つ
² 「OK」「Cancel」というボタン
MacガイドラインとVistaガイドラインによる主なレイアウトの違いを表 4.1に示す．
結果として，入力する内容の面では全く同一のGUIであっても，適用するガイドライ
ンによって，図 4.1と図 4.2のようにウィジェットの配置や使用されるコントロールが
異なるGUIとなる．
表 4.1: ガイドラインによるレイアウトの違い
項目 Mac WindowsVista
ラベルの配置 右揃え 左揃え
コントロールの配置 左揃え 左揃え
ラジオボタン使用のための項目数 5個以内 7個以内
ドロップダウンリスト使用のための項目数 6個以上 8個以上
「OK」ボタンの位置 右側 左側
「Cancel」ボタンの位置 左側 右側
本手法では，ガイドラインの情報が記述されている入力ファイルを変更することに
よって，例えばWindows上で動作するアプリケーションをMacintosh上で動作させる
など，異なるプラットフォーム間の移植によるソフトウェアのGUI部分のソースコー
ドを作り直すコストを低減することができる．
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図 4.1: Macガイドラインの適用例
図 4.2: Vistaガイドラインの適用例
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4.2 使用ウィジェットの情報とレイアウト情報の分離
本手法では，元のGUIウィンドウ内で使用されているウィジェットの情報を取得す
るために，GUI部分のソースコードを入力する．またレイアウトするための情報を取
得するために，ガイドラインの情報を記述したガイドラインファイルを入力する．ガ
イドラインファイルを変更することにより，各プラットフォームのガイドラインに則
したGUIのソースコードが生成されるため，異なるプラットフォームに対応したユー
ザインタフェースを容易にレイアウトすることができる．
本手法では，GUIで使用されているウィジェットの情報と，レイアウトするための
ガイドラインの情報が分離している．そのため，GUIをレイアウトするための情報を
記述したガイドラインファイルは，プラットフォームごとに 1つだけ作ればよく，様々
なGUIに何度でも適用することができる．
4.3 ユーザインタフェースガイドラインの適用指針
本手法ではGUIソースコードにガイドラインを適用する際に，ガイドライン項目は
以下の 3つに分類される．
(1) ソースコードからガイドラインに則していない内容を抽出でき，修正することが
できるガイドライン項目
例：ウィジェットのサイズや配置位置に関するガイドライン項目
(2) ソースコードからガイドラインに則していない内容を抽出できるが，修正するこ
とができないガイドライン項目
例：「メニューのタイトルのテキストは○文字以内にせよ」というガイドライン
項目
(3) ソースコードからガイドラインに則していない内容を抽出することができないガ
イドライン項目
例：「テキストを書く際に，専門用語は避け，簡潔に記述せよ」というガイドラ
イン項目
(1)に該当するガイドライン項目は，本手法により自動的にソースコードを修正す
る．(2)に該当するガイドライン項目は，ソースコードの修正は難しいため本システム
の利用者に検出された問題点を指摘する．(3)に該当するガイドライン項目は，本手法
では入力したGUIがガイドラインに則しているかどうかの検出が不可能なため対象と
しない．
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第5章 本手法の構成
本システムのアーキテクチャを図 5.1に示す．また本手法の手順は以下の通りである．
図 5.1: 本システムの構成
(1) ソースコードの静的解析
(2) ソースコードの部分実行による動的解析
(3) ユーザインタフェースガイドラインの入力
(4) GUI構成データの変換
(5) ソースコードの修正・問題点コメントの表示
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以上のような手法をとることで，ソフトウェアのGUI部分のレイアウトを，入力し
たユーザインタフェースガイドラインに則すように変更したソースコードを取得する
ことができる．
なお本システムでは JavaSWTパッケージ [7]で使用できるウィジェットを対象とし
ており，以下の例も SWTのウィジェットを用いて記述する．SWTウィジェットはプ
ラットフォームのネイティブウィジェットと同じルックアンドフィールを提供するため，
GUIの外観や使用感の統一を目指す本手法に適していると考える．しかし，本手法を
適用できる対象は SWTパッケージに依存しない．
5.1 GUIソースコードの静的解析
本システムに入力されたソースコードは，Javaソースコードの構文解析器によって
解析される．この構文解析器は変数や変数の型，メソッド名などを抽出する．その中
から SWTに関係のあるメソッドやコンストラクタの引数などを取り出し，XML文書
としてGUI構成データを記録する．静的解析によりソースコードから抽出される主な
GUI情報は以下の通りである．
² 使用されているウィジェットの種類
² ウィジェットの変数名
² ラベルやボタンなどに設定されているテキスト
² ラジオボタンなどの初期選択の状態や所属しているグループ
² 設定されているレイアウトマネージャと，それぞれのウィジェットがどのように
レイアウトマネージャに設定されているか
² ウィジェットに設定されているメニューと，そのメニューに設定されているメニュー
項目
² 抽出された情報のソースコード内での位置情報
抽出したGUI情報をXML文書として記述するためのタグは大きく二種類に分類さ
れる．どのウィジェットについて記述しているのかを表すウィジェットタグと，そのウィ
ジェットの何を記述しているのかを表す属性タグがある．使用されるウィジェットタグ
の例を表 5.1に示す．また属性タグの例を表 5.2に示す．
図 4.1のGUIに静的解析を行い，GUIの情報を抽出し，GUI構成データとしてXML
文書を記述した例を図 5.2に示す．
GUI構成データは＜Name＞や＜ Parent＞といった属性タグを，＜ Button＞や＜
Combo＞といったウィジェットタグの子要素として入れ子にする．例えば，図 5.2の
＜ Shell＞は，＜Name＞より変数名が「shell」，＜Text＞よりウィンドウのタイトル
バーのテキストが「”登録フォーム”」であることを表している．また＜ ID＞はそのウィ
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ジェットのインスタンスが生成された順に発行され，そのウィジェットの親ウィジェット
を表す＜Parent＞や，設定されたレイアウトマネージャを表す＜Layout＞には，発行
された＜ ID＞の値を入れる．例えば，＜Display＞の＜ ID＞は「0」であり，＜ Shell
＞の＜Parent＞も「0」である．これは＜ Shell＞の親ウィジェットは＜ ID＞が「0」の
＜Display＞であることを表している．SWTにおいてDisplayクラスは画面全体の情
報の管理やOSと SWTアプリケーションの間を取り持つ働きがある．また Shellクラ
スはプログラムのトップレベルウィンドウであり，そこに配置されるGUIコンポーネ
ントの親である．また，それぞれのGUI情報のソースコード内の位置を「BL(情報が
記述されている最初の行)」と「BC(情報が記述されている最初のカラム位置)」で表す．
表 5.1: GUI構成データのウィジェットタグの例
ウィジェットタグ名 内容
＜Display＞ SWTのDisplayクラスを定義
＜ Shell＞ SWTの Shellクラスを定義
＜Composite＞ SWTのCompositeクラスを定義
＜Button＞ ボタンを定義
＜Combo＞ コンボボックスを定義
＜Menu＞ メニューを定義
＜MenuItem＞ メニュー項目を定義
＜ Spinner＞ スピナーを定義
＜ Slider＞ スライダーを定義
＜ Scale＞ スケールを定義
＜TextArea＞ テキストエリアやテキストフィールドを定義
＜ List＞ リストを定義
＜ Label＞ ラベルを定義
＜ FormLayout＞ レイアウトマネージャFormLayoutクラスを定義
＜ FormData＞ SWTの FormDataクラスを定義
＜ FormAttachment＞ SWTの FormAttachmentクラスを定義
＜ FillLayout＞ レイアウトマネージャFillLayoutクラスを定義
＜GridLayout＞ レイアウトマネージャGridLayoutクラスを定義
＜GridData＞ SWTのGridDataクラスを定義
＜RowLayout＞ レイアウトマネージャRowLayoutクラスを定義
＜RowData＞ SWTのRowDataクラスを定義
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表 5.2: GUI構成データの属性タグ名の例
属性タグ名 内容
＜ ID＞ ウィジェットのインスタンスが生成された順に IDを発行
＜ Parent＞ ウィジェットの親ウィジェットを表す
＜Name＞ ウィジェットの変数名を表す
＜Text＞ ウィジェットに設定されているテキストを表す
＜ToolTip＞ ウィジェットに設定されているツールチップを表す
＜ Style＞ ウィジェットに設定されているスタイルを表す
＜ Layout＞ 設定されているレイアウトマネージャを表す
＜ LayoutData＞ ウィジェットに設定されているレイアウトデータを表す
＜Width＞ ウィジェットの幅を表す
＜Heught＞ ウィジェットの高さを表す
＜ PointX＞ ウィジェットの配置位置が座標で指定されている
場合のX座標
＜ PointY＞ ウィジェットの配置位置が座標で指定されている
場合のY座標
＜ FontStyle＞ ＜ Font＞要素の子要素にし，
フォントのタイプ (ボールドやイタリック)を定義
＜ FontName＞ ＜ Font＞要素の子要素にし，
「ゴシック」や「明朝」などのフォントを定義
＜ FontHeight＞ ＜ Font＞要素の子要素にし，フォントサイズを定義
＜BackgroundColor＞ ウィジェットの背景色を表す
＜ ForegroundColor＞ ウィジェットの前景色を表す
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　・・・
- <Display>
<ID>0</ID>
<Name>display</Name>
</Display>
- <Shell>
<ID>1</ID>
<Name>shell</Name>
<Parent BC="35" BL="10">0</Parent>
<Text BC="23" BL="11">"登録フォーム"</Text>
<Layout BC="23" BL="16">2</Layout>
</Shell>
・・・
- <Label>
<ID>3</ID>
<Name>mainLabel</Name>
<Parent BC="39" BL="18">1</Parent>
<Text BC="27" BL="19">"ユーザの登録"</Text>
<Style BC="39" BL="18">SWT.NONE</Style>
<LayoutData BC="27" BL="21">4</LayoutData>
<Font BC="27" BL="23">5</Font>
</Label>
・・・
- <Combo>
<ID>27</ID>
<Name>combo1</Name>
<Parent BC="34" BL="66">1</Parent>
<Style BC="34" BL="66">SWT.NONE</Style>
<LayoutData BC="24" BL="76">28</LayoutData>
<Item BC="24" BL="67">"会社員"</Item>
<Item BC="24" BL="68">"大学生・大学院生"</Item>
<Item BC="24" BL="69">"高校生"</Item>
<Item BC="24" BL="70">"専門学校生"</Item>
<Item BC="24" BL="71">"公務員"</Item>
<Item BC="24" BL="72">"その他"</Item>
</Combo>
・・・
図 5.2: GUI構成データの例
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5.2 GUIソースコードの動的解析
本システムに入力されたGUIソースコードは，構文解析器による静的解析後に部分
的に実行することにより，動的解析を行う．具体的には，静的解析によって取得した，
GUIに使用されているウィジェットの種類やその変数名を用いて，GUIソースコード
にそのウィジェットの動的な情報を抽出するコードを埋め込み，GUIのウィンドウを出
現させるコードのみを実行させる．これにより抽出される情報は，アプリケーション
起動時のウィジェットのサイズとそのウィジェットが配置されているウィンドウ上での
座標である．取得した情報は，GUI構成データに追記する．
図 4.1に動的解析を行い，GUI構成データとして記述した例を図 5.3に示す．
更に，この動的解析によって抽出された情報を元に「修正前のGUIレイアウトの状
況」と「ラベルの役割」の 2点について解析する．解析した結果，取得した情報はGUI
構成データに追記する．
　・・・
- <Label>
<Name>mainLabel</Name>
<ID>3</ID>
<Parent>1</Parent>
<Height>16</Height>
<Width>84</Width>
<X>20</X>
<Y>18</Y>
</Label>
　・・・
- <TextArea>
<Name>nameText</Name>
<ID>10</ID>
<Parent>1</Parent>
<Height>26</Height>
<Width>128</Width>
<X>121</X>
<Y>47</Y>
</TextArea>
・・・
図 5.3: 動的解析後のGUI構成データの例
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5.2.1 修正前のGUIレイアウトの状況
レイアウトを変更したいGUIのラベルやその他のウィジェットが，ウィンドウ上で
右揃えなのか，左揃えなのかなど，修正前のGUIレイアウトを解析し，取得した情報
をGUI構成データに追記する．本手法の「GUI構成データの変換」の段階において，
静的解析で得たレイアウトマネージャの情報と共に利用される．
図 4.1を動的解析し，修正前のGUIレイアウトの状況をGUI構成データに追記した
例を図 5.4に示す．図 5.4は，ラベルの位置はコントロールの左，ラベルは右揃え，コ
ントロールは左揃え，ウィンドウの上のマージンは 18，左のマージンは 20であること
をそれぞれ表している．
　・・・
- <Layout>
<LabelPosition>Left</LabelPosition>
<LabelAlignment>Right</LabelAlignment>
<ControlAlignment>Left</ControlAlignment>
<WindowEdgeTop>18</WindowEdgeTop>
<WindowEdgeLeft>20</WindowEdgeLeft>
</Layout>
・・・
図 5.4: GUIレイアウト状況のGUI構成データの例
5.2.2 ラベルの役割
GUIのウィンドウ上で使用されるラベルには大きく二つの役割があり，あるウィジェッ
トを説明する役割のラベルと，ウィンドウ内の動作や手順を説明する役割のラベルが
ある．
本手法では，左上のウィジェットから順番に対応するラベルを探していき，ウィジェッ
トに対応できたラベルを「あるウィジェットを説明する」役割とし，ウィジェットに対
応できなかったラベルを「ウィンドウ内の動作や手順を説明する」役割のラベルとす
る．具体的なラベル判別方法を以下に示す．
ラベルの役割判別手法
(1) まだラベルが対応付けられていないウィジェットのなかで，最も左上に配置されて
いるウィジェットを取り出す．具体的には，ラベルの対応付けがされてなく，ウィ
ンドウ上のY座標が一番小さいウィジェット，もしくはY座標が同一のウィジェッ
トが複数ある場合は，X座標が最も小さいウィジェットを取り出す．
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(2) まだ役割の判断がされていないラベルを取り出す．
(3) (2)で取り出したラベルが，対象ウィジェットの左にあれば対応候補として残す．
具体的には，ラベルの右端のX座標が対象ウィジェットのX座標より左にあり (ラ
ベルX＋ラベル幅＜ウィジェットX)，かつラベルのY座標が対象ウィジェットの
下端のY座標より上にあり (ラベルY＜ウィジェットY＋ウィジェット高さ)，か
つラベルの下端のY座標が対象ウィジェットの上端のY座標より下 (ラベルY＋
ラベル高さ＞ウィジェットY)であるならば，このラベルをウィジェットの対応候
補として残す．図 5.5に対応候補として残すラベルの範囲を示す．斜線範囲内に
ラベルの文字が一部でも存在していれば，そのラベルをウィジェットの対応候補
とする．
(4) (2)で取り出したラベルが，対象ウィジェットの上にあれば対応候補として残す．
具体的には，ラベルの下端の Y座標が対象ウィジェットの上端の Y座標より上
にあり (ラベル Y＋高さ＜ウィジェット Y)，かつラベルの左端の X座標が対象
ウィジェットの右端のX座標より左側にあり (ラベルX＜ウィジェットX＋ウィ
ジェット幅)，かつラベルの右端のX座標が対象ウィジェットの左側のX座標より
右側にある (ラベルX＋ラベル幅＞ウィジェットX)であるならば，このラベルを
をジェットの対応候補として残す．図 5.6に対応候補として残すラベルの範囲を
示す．斜線範囲内にラベルの文字が一部でも存在していれば，そのラベルをウィ
ジェットの対応候補とする．
(5) まだ役割の判断がされてなく，(2)で取り出していないラベルがまだあるなら，(2)
に戻る．
(6) (3)で残した対応候補ラベルが複数あるなら，対象ウィジェットに最も近いX座
標を持つラベルを対応候補として残し，候補から外れたラベルは「ウィンドウ内
の動作や手順を説明する」役割とする．
(7) (4)で残した対応候補ラベルが複数あるなら，対象ウィジェットに最も近いY座
標を持つラベルを対応候補として残し，候補から外れたラベルは「ウィンドウ内
の動作や手順を説明する」役割とする．
(8) (6)(7)で残した対応候補ラベルが，どちらか片方しかないのならば，そのラベル
を「対象ウィジェットを説明する」役割とする．
(9) (6)(7)で残した対応候補ラベルが両方あるなら，(6)で残ったラベルを「対象ウィ
ジェットを説明する」役割とする．また (7)で残ったラベルは「ウィンドウ内の
動作や手順を説明する」役割とする．
(10) (6)(7)で残した対応ラベルがないのならば，対象ウィジェットを説明するラベル
はなしとする．
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図 5.5: ラベルがコントロールの左にある際の対応範囲
図 5.6: ラベルがコントロールの上にある際の対応範囲
5.3 ユーザインタフェースガイドラインの入力
ユーザインタフェースガイドラインの入力のために，ガイドラインの定義者はウィ
ジェットのサイズや位置，間隔，レイアウトする上での作法，そしてウィジェットを使
用するための条件 (例えば項目数など) を記述する．これらの情報はXMLベースで記
述する．またガイドラインの情報は大きく条件ガイドラインと配置・サイズガイドラ
インに分かれている．
5.3.1 条件ガイドライン
条件ガイドラインでは，ある条件が満たされたときに適用されるガイドラインにつ
いて記述する．条件ガイドラインに記述できるガイドラインの例を以下に示す．
² テキストのフォント
例：システムフォントはレギュラーで 13ポイントとする．
² ウィジェットに設定されるテキストのフォント
例：プッシュボタンに設定するテキストはシステムフォントとする．
² 「：(コロン)」の使用
例：あるコントロールを説明するラベルには文字列の末尾に「:(コロン)」付ける
こと．
² 「...(省略文字)」の使用
例：「ファイルを開く」や「設定」と記述されているメニュー項目やボタンなど
の選択によって，新たなウィンドウが表示され，そのウィンドウ内にユーザの入
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力が必要な場合，「ファイルを開く」や「設定」といった文字列の末尾に「...(省略
文字)」を付けること．
² ウィンドウ上のメニューバーの項目を指定
例：メニューバーには，「アプリケーションメニュー」「ウィンドウメニュー」を
常に含んでいる必要がある．
以上の様なガイドラインはXSLスタイルシートで記述する．XSLとはXML文書を
別の XML文書などに変換するための XMLベースの言語である．GUI構成データの
XML文書に，ガイドラインが記述されたXSLスタイルシートを適用し，変換すること
により，ガイドラインに則したGUI構成データのXML文書を生成することができる．
ガイドラインを記述した XSLスタイルシートの例の一部を図 5.7に示す．図 5.7の
例はラベルの目的があるコントロールを説明するものであった場合，ラベルの文字列
の末尾に「:」が付いていなければ，「:」を追加するというガイドラインを示したもので
ある．
5.3.2 配置・サイズガイドライン
配置・サイズガイドラインに記述する内容は以下の 2点である．
² ウィンドウ上のウィジェットの配置
SWTにおいて，ウィジェットの配置方法は大きく分けて，座標を指定する方法
とレイアウトマネージャを使用する方法の 2種類がある．またレイアウトマネー
ジャについても複数の種類があるため，ウィジェットの配置情報を 5.3.1節の条件
ガイドラインで記述することは難しい．そこで配置・サイズガイドラインに，例
えば「ラベルは右揃えにする」というウィジェットのウィンドウ上への配置方法
に関する内容を記述しておく．これにより本システムは，ソースコード内で用い
られているウィジェット配置法に応じてレイアウトを修正する．
² ウィジェットのサイズ
SWTにおいて，ウィジェットのサイズを指定する方法は，ウィジェットのインス
タンスに直接指定する方法と，LayoutDataクラスで指定する方法の 2種類があ
る．そこで配置・サイズガイドラインに，例えば「プッシュボタンの高さを 20，
幅を 68にする」という内容のガイドラインを記述する．これにより本システム
は，ソースコード内で用いられているウィジェットのサイズ指定法に応じてレイ
アウトを修正する．
配置・サイズガイドラインはXML文書として記述する．配置・サイズガイドライン
文書で使用されるタグの例を表 5.3に示す．
具体的な配置・サイズガイドラインの記述例を図 5.8に示す．図 5.8の例はMacガイ
ドラインの一部であるが，意味的な内容としては「ラベルの位置はコントロールの左」
「ラベルは右揃え」「コントロールは左揃え」「ラベルとコントロールの間隔は 3」「プッ
シュボタンの高さは 20」「プッシュボタンの幅は 68」と定義している．
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・・・
- <xsl:template match="/">
<xsl:apply-templates select="GUI" />
</xsl:template>
　・・・
- <xsl:template match="GUI">
- <GUI>
<xsl:apply-templates select="Label" />
</GUI>
</xsl:template>
・・・
- <xsl:template match="Label">
- <xsl:choose>
- <xsl:when test="number(Type) > -1 and
substring(Text,string-length(Text)-1,1) != ':'">
- <xsl:copy>
・・・
<xsl:apply-templates select="Type" />
・・・
</xsl:copy>
</xsl:when>
- <xsl:otherwise>
<xsl:copy-of select="." />
</xsl:otherwise>
</xsl:choose>
</xsl:template>
・・・
- <xsl:template match="Text">
- <xsl:copy>
<xsl:value-of select=
"concat(substring(.,1,string-length(.)-1),':"')" />
</xsl:copy>
</xsl:template>
・・・
図 5.7: 条件ガイドラインの記述例
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表 5.3: 配置・サイズガイドラインで使用されるタグの例
ウィジェットタグ名 内容
＜ LabelAlignment＞ ラベルのアラインメント定義
＜ LabelPosition＞ ウィジェットを説明するラベルの位置を定義
＜ControlAlignment＞ コントロールのアラインメントを定義
＜ LabelHorizontal＞ ラベルがコントロールの左にある場合の
コントロールとラベルの間隔を定義
＜ LabelVertical＞ ラベルがコントロールの上にある場合の
コントロールとラベルの間隔を定義
＜WindowEdgeLeft＞ ウィンドウの左のマージンを定義
＜WindowEdgeTop＞ ウィンドウの上のマージンを定義
＜RelatedContorol＞ 関連するラジオボタンやチェックボックスが
複数ある場合，そのコントロール間の間隔を定義
＜UnrelatedContorol＞ 関連のないコントロール間の間隔を定義
＜ PushButton＞ プッシュボタンについて定義
＜TextArea＞ テキストフィールドやテキストエリアについて定義
＜Width＞ ＜ PushButton＞などウィジェットを定義するタグの
子要素にし，そのウィジェットの幅を定義
＜Height＞ ＜ PushButton＞などウィジェットを定義するタグの
子要素にし，そのウィジェットの高さを定義
- <Guideline>
・・・
<LabelAlignment>Right</LabelAlignment>
<LabelPosition>Left</LabelPosition>
<ControlAlignment>Left</ControlAlignment>
<LabelVertical>3</LabelVertical>
・・・
- <PushButton>
<Width>68</Width>
<Height>20</Height>
</PushButton>
・・・
</Guideline>
図 5.8: 配置・サイズガイドラインの記述例
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5.4 GUI構成データの変換
GUI構成データに条件ガイドライン，配置・サイズガイドラインを適用することで，
ガイドラインに則したGUI構成データに変換する．
条件ガイドラインを適用したGUI構成データの例を図 5.9に示す．図 5.9の例は，コ
ントロールを説明する役割のラベルの末尾にコロンが付いていなかった場合に，図 5.7
のガイドラインを適用し，ラベルの末尾にコロンを付けるものである．
配置・サイズガイドラインを適用し，ウィジェットのサイズを変更したGUI構成デー
タの例を図 5.10に示す．図 5.10の例は，あるプッシュボタンのGUI構成データに図 5.8
のガイドラインを適用し，プッシュボタンのサイズ高さと幅を変更したものである．ま
た配置・サイズガイドラインを適用し，ウィジェットの配置を変更したGUI構成データ
の例を図 5.11に示す．図 5.11の例は，Windows VistaのGUIの例である図 4.2にMac
ガイドラインである，図 5.8を適用したものである．
ガイドラインを変更することで，GUI構成データを変更した場合は，変更したタグ
に「ChangeFlag」属性を加える．またGUI構成データに新たなウィジェットや定義を
加える場合は，そのタグに「AddFlag」属性を加える．さらに元のGUI構成データに
記述されていたウィジェットが必要なくなった場合は，そのタグに「DeleteFlag」属性
を加える．
図 5.9: 条件ガイドラインの適用例
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図 5.10: 配置・サイズガイドラインの適用例 1
5.5 ソースコードの修正・問題点を指摘するコメントの表示
このフェーズでは，入力したGUI部分のソースコードに，ガイドラインに則すよう
に変換したGUI構成データを適用する．4.3節で述べたガイドラインの分類より，(1)
に該当するガイドライン項目は，本手法により自動的にソースコードを修正する．ま
た (2)に該当するガイドライン項目は，ソースコードの修正は難しいため，本システム
の利用者に検出された問題点をコメントとして表示し，指摘する．
5.5.1 ソースコードの修正
ソースコードはガイドラインを適用し，変更したGUI構成データによって元のソー
スコードを修正することによって得られる．GUI情報を抽出する際に同時に抽出して
おいたGUI情報の位置情報を用いて，変更されたGUI構成データについてソースコー
ドを修正し，新たなソースコードを生成する．
ソースコードを修正する際に，GUI構成データに「ChangeFlag」属性を加えたタグ
に関しては，そのタグで定義している項目に関するコンストラクタやメソッドを修正
する．「AddFlag」属性を加えたタグに関しては，そのタグで定義している項目に関す
るコンストラクタやメソッドをソースコードに追加する．「DeleteFlag」属性を加えた
タグに関しては，そのタグに関するメソッドやコンストラクタが記述されている行の
最初に「//」を追記し，その行を削除する．
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図 5.11: 配置・サイズガイドラインの適用例 2
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本手法によって生成したソースコードの例を図 5.12に示す．図 5.12の例は，Windows
VistaのGUIの例である図 4.2にMacガイドラインを適用したものである．
5.5.2 問題点を指摘するコメントの表示
ガイドラインに則していないことは検知できても，ソースコードの修正まではでき
ない項目に関しては，この時点で問題点を指摘したコメントを表示する．
問題点を指摘したコメントは，5.4節で示したGUI構成データの変換のフェーズにお
いて，GUI構成データに追記し，前述したソースコードの修正のフェーズでコンソー
ルに表示される．
問題点を指摘したコメントをGUI構成データに追記した例を図 5.13に示す．図 5.13
の例は，ウィンドウタイトルが設定されていなかった旨を指摘し，ウィンドウタイト
ルの設定方法を説明している．また，Macガイドライン特有の「アプリケーションメ
ニュー」を付け加えた旨を通知し，メニュー名をアプリケーションの名前にするよう
に促している．
5.5.3 レイアウト変更の例
本手法により，GUIのウィジェットの配置を変更した例を図 5.14に示す．図 5.14の
例は，Windows VistaのGUIの例である図 4.2にMacガイドラインを適用し，生成し
た図 5.12のソースコードを実行したものである．
また本手法により，GUIのメニューバーを変更した例を図 5.15に示す．図 5.15の例
は，メニューバーが付いているテキストエディタのアプリケーションに，Macガイド
ラインを適用したものである．Macガイドラインではメニューバーに「アプリケーショ
ンメニュー」「ウィンドウメニュー」を常に含んでいる必要があると記述されている．
従って，図 5.15の例では「アプリケーションメニュー」と「ウィンドウメニュー」を追
加している．尚アプリケーションメニューのテキストには，そのアプリケーションの名
前を設定する必要があるが，本手法では”アプリケーションの名前”を自動的に判別でき
ない．そのため本システムではアプリケーションメニューのテキストを「Application」
と設定し，本システムの利用者に「Application」をアプリケーション名に修正する旨
のコメントを表示する．図 5.15は本システムの利用者がコメントに従い，アプリケー
ションメニューのテキストを修正した後の例である．
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　・・・
Display display = new Display();
Shell shell = new Shell(display);
shell.setText("登録フォーム");
FormLayout formLayout = new FormLayout();
formLayout.marginWidth=20;
formLayout.marginHeight=18;
shell.setLayout(formLayout);
　・・・
Label jobLabel = new Label(shell,SWT.NONE);
jobLabel.setText("職業：");
FormData data7 = new FormData();
//data7.left = new FormAttachment(textLabel2,0,SWT.LEFT);
FormAttachment fA47 = new FormAttachment(textLabel2,0,SWT.RIGHT);
FormAttachment fA48 = new FormAttachment(nameText2,10,SWT.BOTTOM);
data7.right = fA47
data7.top = fA48
jobLabel.setLayoutData(data7);
Combo combo1=new Combo(shell,SWT.NONE);
combo1.add("会社員");
combo1.add("大学生・大学院生");
combo1.add("高校生");
combo1.add("専門学校生");
combo1.add("公務員");
combo1.add("その他");
FormData datacombo = new FormData(105,20);
FormAttachment fA56 = new FormAttachment(nameText,0,SWT.LEFT);
FormAttachMent fA57 = new FormAttachment(jobLabel,0,SWT.TOP);
datacombo.left = fA56
datacombo.top = fA57
combo1.setLayoutData(datacombo);
・・・
Button lastButton1 = new Button(shell,SWT.PUSH);
lastButton1.setText("OK");
FormData data14 = new FormData(68,20);
・・・
図 5.12: ソースコードの出力例
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　・・・
- <Shell>
<ID>1</ID>
<Name>shell</Name>
<Parent BC="35" BL="10">0</Parent>
<Layout BC="23" BL="16">2</Layout>
<MenuBar BC="19" BL="48">3</MenuBar>
<Comment>
・ウィンドウタイトルがありません．
・このウィンドウがアプリケーションであるなら，
　アプリケーション名をウィンドウタイトルに設定してください．
・このウィンドウが書類を表示するものであるなら，
　その書類のタイトルをウィンドウタイトルに設定してください．
・新規の書類であるなら，「名称未設定」とタイトルに表示してください．
・新規の書類を同時に複数表示させた場合は，「名称未設定 2」
　「名称未設定 3」・・・というようにウィンドウタイトルを設定してください．
</Comment>
</Shell>
・・・
- <MenuItem AddFlag="1">
<ID>50</ID>
<Name>menuItem50</Name>
<Parent>3</Parent>
<Style>SWT.CASCADE</Style>
<Text>"Application"</Text>
<Index>0</Index>
<Menu>52</Menu>
<Comment>
・メニューバーにアプリケーションメニューを追加しました．
・メニュー内の「Application」を
　このアプリケーションの名前に変更してください．
</Comment>
</MenuItem>
・・・
図 5.13: 問題点を指摘するコメントの例
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図 5.14: ウィジェットの配置を変更したソースコードの実行例
図 5.15: メニューバーを変更したソースコードの実行例
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第6章 評価
6.1 ガイドラインの分類
4.3節で述べたように，本手法ではガイドラインを 3種類に分類した．Macガイドラ
インに本手法の分類方法を適用し，分類したものを表 6.1に示す．
表 6.1: Macガイドラインの分類
ガイドラインの項目 分類 (1) 分類 (2) 分類 (3) 合計
Controls項目 47 2 50 99
Texts項目 7 0 5 12
Icons項目 0 2 14 16
Pointers項目 0 0 3 3
Menus項目 39 10 17 66
Windows項目 15 15 37 67
Layout項目 14 2 1 17
合計 122 31 127 280
本手法を適用できない分類 (3)には 2種類ある．「意味的な内容の解釈が必要」などの
理由で本手法では問題点を読み取れないものと，Macガイドライン独自のコントロー
ルやウィンドウであるなどの理由で「SWTで設定できない」ため本手法を適用できな
いものがある．「SWTで設定できない」項目は，Controls項目で 37個，Menus項目で
4個，Windows項目で 7個ある．
Icon項目とPointers項目は，MacOS内のアイコンやポインタの紹介やデザイン方法
などの指示が主であり，本手法を適用できる項目がほとんどなかった。
Layout項目は，「意味的な内容の解釈が必要」である項目がほとんどなく，ウィジェッ
トの配置が数値で示されている項目が多かったため，分類 (3)が少なく，分類 (1)が多
かった．またウィジェットの配置に関して，Layout項目とControl項目で重複した項目
があったが，その項目はControls項目にカウントしている．
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6.2 ガイドラインのオープンソースへの適用
6.2.1 RESTClient2.3への適用
Webサービスをテストするためのアプリケーションである「RESTClinet2.3」にMac
ガイドラインを適用した．その結果，70個のガイドライン項目に関してソースコード
を修正できた．これらの項目は分類 (1)に相当するものである．また 5個のガイドライ
ン項目に関してガイドラインに則していない内容を指摘することができた．これらの
項目は分類 (2)に相当するものである．
6.2.2 考察
ソースコードを修正できる主なガイドライン項目は，テキストのフォントやウィジェッ
トのサイズ・配置位置，メニューバーのメニュー項目などである．またガイドライン
に則していないことを指摘するガイドライン項目は，「メニュー項目に同じ言葉を繰り
返す項目がある場合，その言葉の階層メニューを作成を検討すること」や「ダイアロ
グの警告文には”本文”と”説明文”の両方を含めること」などである．
ソースコードを修正できたガイドライン項目のなかで，テキストのフォントやウィ
ジェットのサイズに関しては，Macガイドラインに記述されている数字を定義するこ
とで，ほぼ正確に修正することができた．
一方でメニューバーに関しては，Macガイドラインに記述されている必須メニュー項目
を追加することができたが，その機能までは実装できていない．また「RESTClinet2.3」
のメニューバーの「File」には，「Save」や「Open」という単語が何度も繰り返される独
自のメニュー項目が複数あり，「File」の必須メニュー項目である「Save...」「Save As...」
「Open...」を追加することと，Macガイドラインに記述されている「メニュー項目に
同じ言葉を繰り返す項目がある場合，その言葉の階層メニューを作成を検討すること」
が矛盾する事態となった．この場合「Save」や「Open」の階層メニューを作成するこ
とが適切であると考える．
ガイドラインで配置位置に関するガイドライン項目において，「ラベルを右揃えに，
コントロールを左揃えにする」という項目は修正できたが，「コントロール間の間隔を
8とする」といった項目ではウィジェット自体にわずかな余白があり，そのまま数字を
定義しただけではコントロール間が離れすぎてしまうという結果になった．
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第7章 関連研究
7.1 Martijn van Welieらの手法
本手法ではユーザインタフェースガイドラインに則すようにレイアウトを行うこと
で，操作感や外観を統一し，ユーザビリティの高いソフトウェアを開発する方法を提
案した．それに対して，Martijn van Welieらはガイドラインよりユーザインタフェー
スデザインパターンの方が，ユーザビリティの高いユーザインタフェースを作成する
上で，デザイナーが効果的に使えるツールであると主張し，そのパターンの構築方法
について述べている [8]．本項では特に，ユーザインタフェースをレイアウトする上で，
ガイドラインとパターンのどちらが効果的であるか比較を行う．
ガイドラインとは利用品質の高いソフトウェアを実現するためのデザインのルール
や指針，指標をドキュメントとして整理したものである．一方，ソフトウェア開発にお
けるデザインパターンとは，過去のソフトウェア開発者が見つけだした，プログラミ
ングを行う上でのノウハウを再利用できるように「カタログ」として整理したもので
ある．有名なものではErich Gamma，Richard Helm，Ralph Johnson，John Vlissides
の 4人が考え出した 23個のGoFデザインパターンがある．またMartijn van Welieら
は，パターンは反復する要素と問題とその解決に関係があるとしている．
今までユーザビリティの高いソフトウェアのデザイン方法の情報を，ガイドライン
として記述してきた．しかしMartijn van Welieらはガイドラインの使用は以下の点で
問題があると主張している．
² ガイドラインの種類が非常に多く，その場に合ったガイドラインを選ぶことは難
しい
² ガイドラインには互いに矛盾するものもある
² ガイドラインは抽象的すぎる場合がある
² ガイドラインは解釈が難しい場合がある
² ガイドラインはしばしばそれらの有効性についての問題を持っている
以上のような問題の理由の 1つとして，ガイドラインの大部分は一般的な有効性を
示すが，実際にはガイドラインはある特定の状況で適用されるだけということである．
その状況を把握するためには，ユーザとそのユーザの仕事の特徴を知っている必要が
あり，その知識無しではデザインの問題を解決することができない．ガイドラインに
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表 7.1: Martijn van Welieらのパターンの例
Name The Shield
Problem ユーザは取り返しのつかない機能を偶然選ぶかもしれない．
Context ユーザは元に戻らないなど重大な影響を持つ
偶然の行動から保護される必要がある．
Solutions シールドを用いて，ユーザを保護する．
例えばダイアログを挿入し，ユーザの意思を確認．
Examples
ファイルのコピーが，指定された場所にすでに存在する．
それに上書きすることは，コピーの損失する可能性がある．
ユーザが安易に”Yes”を選択しないように，
”No”をデフォルトボタンに設定しておく．
Usability Impact 安全性が増し，エラーが減少し，満足感が増す．
はその状況を述べるための方法がないと述べられている．それに対して，パターンは
ガイドラインよりその状況と問題を明確にし，複雑なデザインの知識を含むことがで
きるので，いくつかのガイドラインは 1つのパターンに集積される．よってパターン
はガイドラインよりも良いツールであると述べている．
またガイドラインは通常，「こうしなさい，さもなければ，こうしなさい」という形
であるが，パターンは「こうしなさい」というだけなので，パターンは規範的で，建
設的であると述べられている．
Martijn van Welieの論文で述べれられているパターンの例を表 7.1に示す．この例
はユーザを守るための警告メッセージの使用に関するためのものである．
しかしユーザインタフェースデザイン (以下UID)のパターンを作ることは簡単では
ない．UIDのパターンの構築にはUIDのために設計されて，UIDで重要な問題に関す
る見解があるフォーマットを見つけることが重要であるとしている．
このようにMartijn van Welieらはパターンについて述べてきたが，近い将来パター
ンアプローチは本当に，ガイドラインより効果的かどうかみるためのテストを行う必
要があるとしている．
Martijn van Welieらの論文を読むと，パターンはガイドラインよりその状況と問題
に関して，特に考慮に入れている．その点ではパターンはガイドラインより，デザイ
ナーやソフトウェア開発者にとって使いやすいツールであると言える．しかしパター
ンはあくまで，ある問題があり，それを解決するために当てはめるものである．それ
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に対し，ガイドラインは守るべき指針である．また，ガイドラインに従うことにより，
外観や操作感を統一したユーザインタフェースを作ることができ，ユーザビリティの高
いソフトウェアを作ることにも繋がる．このような点ではガイドラインの方がパター
ンより効果的であると言える．
7.2 Scott Henningerの手法
Scott Henningerはガイドラインとパターンの両方を適用する組織的な学習方法を提
案している [9]．Scott Henningerの論文ではソフトウェアのユーザビリティの知識が成
熟し，その知識を広める必要があると述べている．またユーザビリティのためのデザ
インはソフトウェアの成功の重要な要素であるが，ソフトウェア開発者は人的要因や
ユーザビリティの問題で十分に訓練されていないと述べられている．ガイドラインや
パターンはユーザビリティの知識を伝達するために用いられる技術であると述べられ
ている．本項では Scott Henningerの論文の中でのガイドラインとパターンの違いにつ
いて述べる．
この論文ではガイドラインとパターンの主な違いは，情報の表現と見方にあると述
べている．実際，提案されたパターンの多くは，既存のガイドラインに含まれる情報
の多くを含み，ガイドラインとの大きな違いは，パターンはデザイン方法として使わ
れることを目的としていることである．このような違いのため，パターンの見方は問
題と解決を記述することに集中するので，ガイドラインの一般的な情報やアドバイス
より問題を重視する傾向があると述べている．また大部分のガイドラインに見られる
問題－解決のフォーマットに加えて，パターンは問題の前後関係などを記述している．
一方ガイドラインはユーザビリティ問題についての知識をソフトウェア開発プロセス
用いる方法であると述べている．ガイドラインは通常，ユーザインタフェースの初期
のプロトタイプからのユーザのフィードバックに変わるほど有効ではないが，ユーザ
インタフェース開発の反復サイクルの数の減少させるのに有効であると述べている．
ガイドラインとパターンの両方のアプローチとも目的は基本的に同じであり，ユー
ザビリティデザインについての経験を文書化し，管理して簡単に広められて，理解し
やすいフォーマットを作ることであると述べている．
7.2.1 Giuseppe Vellaらの手法
Vellaらはヴィジュアルデザインパターンに基づくユーザインタフェース言語として
「eXtensible Presentation Language(XPL)」を提案している [10]．
XPLは従来のキーボード，マウス，声，ジェスチャーといった様々なチャンネルのイ
ンタフェース設計を合理化し，構成要素の再利用を可能にすることを目的としている．
本稿では特に，XPL文書の記述方法について論述し，本手法と比較する．XPLは
XMLベースで表現し，ルート要素はWindow要素を含むXPL文書である．Window要
素はApplicationGroupに属している１つ以上の要素を含む．ApplicationGroupはツー
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ルバー，パン屑リスト，メニュー，ヘルプなどWindow要素に関連したヴィジュアル
デザインパターンである．
XPLはヴィジュアルデザインパターンを取り入れ，XMLベースで記述するのに対
し，本手法はユーザインタフェースガイドラインを XMLベースで記述している．ま
た XPLはGUI以外にも様々なユーザインタフェースを対象としているが，本手法で
はGUIのみを対象としている．
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第8章 終わりに
本論文では本システムを利用するソフトウェア開発者がユーザインタフェースガイ
ドラインの情報，およびレイアウトしたいGUIのソースコードを入力すると，入力し
たユーザインタフェースガイドラインに則したソフトウェアのGUI部分のソースプロ
グラムを自動的に生成するシステムの開発の研究について述べた．今後の課題は以下
の通りである．
² ウィジェットの意味を解釈する方法の提案
本手法では，ウィジェットの意味を解釈してレイアウトすることはできない．例え
ば，Macガイドラインの「OKボタンは右側に，Cancelボタンは左側に配置する」と
いうガイドライン項目に対応するために，本手法ではプッシュボタンに設定されてい
るテキストが「OK」か「Cancel」かで判断しており，そのプッシュボタンの役割や機
能から判断しているわけではない．またVistaガイドラインには「”ON”と”OFF”のよ
うに反対の意味を持つラジオボタンが 2つある場合，その項目を 1つのチェックボック
スにする」というガイドライン項目があるが，本手法では意味を解釈することが出来
ないため，このガイドライン項目を修正することができない．今後はそれぞれのウィ
ジェットの意味を解釈する方法の提案と実装を目指す．
² ガイドライン記述方法の簡略化
本手法を用いて，条件ガイドラインをXSLで記述すると，膨大な量のXSLコードを
記述しなければならず，ガイドライン定義者の大きな負担となる．今後はガイドライ
ン記述方法の簡略化を目指す．
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