Abstract-Throughout their lifecycle, Learning Resources undergo a multitude of processes by being created, used, provided, or reused. However, in order to be reusable, a Learning Resource often has to be adapted for a new context of use. This in turn implies multiple Reauthoring processes being performed on a Learning Resource. During each of these processes, different types of information emerge. When retained, this information can be helpful for the retrieval, authoring, use, or reuse of Learning Resources thereafter. In this paper, the lifecycle of Learning Resources along with the information generated herein is analyzed and a distributed architecture proposed that allows for the capture, processing, management, and utilization of the information mentioned in a generic way. Three steps have been conducted to implement the proposed framework. First evaluation results are promising.
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INTRODUCTION
I
T is a widely accepted fact that Learning Resources must be reused in order to be efficient. A Learning Resource is a digital resource used for learning (see [40] for details on our definition of Learning Resources). During the last few years, many efforts were made to facilitate the reuse of Learning Resources. Learning Object Repositories like ARIADNE [1] , [12] and MERLOT [29] were built and filled with content, tools like ALOCOM [45] , the Content Sharing Module Editor [32] , or the ResourceCenter [20] were developed, and frameworks and data models were designed [30] , [44] to ease the reuse and repurposing of Learning Resources or parts thereof. One major finding of the research done in this area was that the reuse of a Learning Resource as it is, i.e., unchanged or not adapted, is seldom possible [48] . Learning Resources are created mostly within a specific context and with high granularity. From a didactic point of view, this clearly makes sense [2] . However, the reuse of these resources is quite difficult. Usually, it is inevitable to edit the Learning Resources, e.g., in order to overcome the socalled mosaic effect [22] . Mostly, it is necessary to change or remove parts of them, add parts of other Learning Resources, update them, or adapt the Learning Resources according to new requirements in order to reuse them [13] , [40] . All these actions are subsumed under the concept of Reauthoring, which is defined, described, and classified in [40] . Through the course of Reauthoring processes, a multitude of information about the resources involved in these processes emerges. In particular, the relations that result from Reauthoring processes have not been considered by most existing approaches yet. The adaptation or
Reauthoring of a Learning Resource is usually seen as the beginning of a new lifecycle for a new Learning Resource, which makes sense. However, in most cases, the relations that connect both instances are not taken into account. Nevertheless, there are many situations whereby such additional information is helpful.
It is a fact that users, especially authors, do not want to create or edit metadata and information about their Learning Resources themselves [13] . There are several approaches and frameworks that try to automatically generate metadata for Learning Resources (e.g., [28] ). The efforts in this area show that it is important to automatically generate information about Learning Resources to an extent as great as possible. Therefore, it is important that the information that emerges during the processes mentioned above is captured without a user having to actively interact or interfere with the capturing process itself. As information emerges following the actions taken by a user or author, we need an instance that captures the information in the background. Nevertheless, the captured information has to be organized and stored in order to be processible. Most existing systems do not support the capture and storage of lifecycle information sufficiently, and if so, the information gets stuck at system borders. Most authoring tools especially proprietary ones like MS Word or MS PowerPoint do not care about the capture of lifecycle information at all. In some cases, repositories or marketplaces count the number of downloads or views for ranking purposes. However, this information is kept within these systems. Most Learning Management System capture information about the consumption of Learning Resources by learners, but the possibilities to utilize this information in other systems are quite sparse. In this paper, lifecycle information is analyzed, and a system for its capture, management, and utilization beyond system borders is proposed.
In Section 2, we present the approaches and applications that deal with related issues, which show how significant research interest in this area is. In Section 3, our definition of a Learning Resource's lifecycle is presented and the information that is generated when a Learning Resource proceeds through this lifecycle is analyzed and identified. Section 4 depicts the different possibilities for the utilization of lifecycle information with corresponding sample scenarios. Section 5 addresses the storage of the lifecycle information and proposes an extension of the well-known Learning Object Metadata (LOM) standard [21] , which stores lifecycle information with Learning Resources in an integrative way. Additionally, a schema for the storage of lifecycle information in a scenario where no common standards are used is proposed. In Section 6, a comprehensive architecture for the capture, management, and utilization of lifecycle information-the LIS.KOM framework-is described, while Section 7 covers the three different steps we took in order to implement our approach for different levels of generalization, their current implementation state, as well as evaluation plans and first results. Section 8 concludes this paper and gives an outlook on future work.
RELATED WORK
Concerning the capture of information during the lifecycle of a Learning Resource, there is a similar approach called Ecological Approach [5] , [27] . This work constitutes that information should be gathered during the actual use of a Learning Resource and not during explicit labeling phases, i.e., phases where metadata are created manually, only. However, the authors focus mainly on one phase of the lifecycle-the usage or learning phase-to gather information about the learner in order to support their approach of learner modeling. Information being captured about learners includes information about the interaction between a learner and a document like access patterns, numbers of keystrokes or dwell time, learner feedback, as well as information about the technical context of use like applications and hardware used by the learner. The learner model generated from this information is then attached to the Learning Resource and linked to other learner models attached to Learning Resources. The collected instances of learner models are then inspected for patterns. The amount of information and patterns is growing over time-therefore "ecological"-and can be processed to, e.g., recommend content to learners, support the formation of groups of learners, and provide study aids or a learning sequence planner. Other phases of the lifecycle except for the actual learning phase as well as the relations between Learning Resources emerging from these other phases are not taken into account.
The utilization of contextual lifecycle information in a wider sense has been conducted for several years now in known applications like eBay or Amazon, as well as in many works in information retrieval research, e.g., [16] , however, there is hardly any work that concentrates on the capture of information when it emerges.
Attention Metadata or Contextualized Attention Metadata (CAM) [6] contain information about the attention a user pays to different Learning Resources via different applications. Users' activities are captured in so-called feeds with one feed per system. Feeds contain items. Items depict the attention a user pays to a specific document. An item has events, which themselves encompass session information as well as information about single actions taken on the document [47] . In existing approaches, CAM is, for instance, gathered and utilized to gain information about a user's experience [36] or used for the retrieval of Learning Resources [39] . In [46] , Attention Metadata are even used to combine learning with knowledge management. For capturing and managing Attention Metadata, an approach similar to ours involving plug-ins and a central instance is used. While initially only the actual usage of an object was considered, the authors in [31] propose to take also into account the creation phase as well as reused components. Nevertheless, we have not been able to find a system where this is actually done. Systems where CAM is captured at the moment include the FireFox browser, MSN Messenger, and MS PowerPoint. The capture of CAM in PowerPoint encompasses events like saving or opening a document, editing durations and times of last access, as well as query information for searches with the ALOCOM plug-in for PowerPoint [45] . The CAM framework [35] is actually very closely related to our work. With respect to context information, the underlying scheme is very well designed. However, the scheme is designed for information to be collected in a user centric way and not for the storage and processing of document centric information. A transition is in most cases possible if enough information is stored, though. However, things get quite complicated with CAM when it comes to the storage and processing of relations. While the mapping of a relation between two documents could be done with the CAM scheme, it is not suited for an outright capture of more granular relations. In order to achieve this, additional information about elements within the documents a relation points to is needed (see Section 5.2). Though the information needed could theoretically be stored using CAM, it generates too much overhead from our point of view. Therefore, it seems to be not suited for our approach that focuses on relations between Learning Resources. Nevertheless, it might be worth to enable an export of lifecycle information captured with our system to the CAM scheme to be compatible with other applications that mine attention metadata in the future.
Semantic Desktops are meant to support Personal Information Management. Examples of Semantic Desktops are Gnowsis [43] or Haystack [23] . With Semantic Desktops, users can organize their personal information in a semantically rich way. Social Semantic Desktops like NEPOMUK [18] provide the functionality of semantic desktops in a community scenario by connecting the Semantic Desktops of several users. A Semantic Desktop is a complex application, which merges several technologies and approaches. For us especially, the approaches in desktop search and usage and context mining are of interest. In [9] , the utilization of context information for semantic desktop search is described. The context information involved here is captured from emails, the file system structure, and the browser cache. Thus, documents sent via emails can be related to emails, which provide context information about them. Additionally, semantic information is gotten from folder hierarchies, since most people organize their folders by topics. Capturing is done mainly by monitoring file system events like the deletion or creation of files [3] . Beagle++ [8] , a desktop search engine, enriches the usual full text index with contextual information like, e.g., numbers of accesses or hits for documents to rank the search results. Even social aspects for recommendation are taken into account. Nevertheless, the information captured in these approaches is mainly at the usage or access level. Relations resulting from authoring, reuse, or reauthoring processes are not considered.
A system in which relations between Learning Resources are used is the HyLOS system [15] . HyLOS is mainly a Learning Management System and relations created semiautomatically or manually by users are used to provide additional links to learners in order to enable a constructivist learning style. The method used to store relation information is based mainly on the Dublin Core extension for the LOM relation category [42] . The relations used in HyLOS are on a higher semantic level than the relations taken into account by our approach. One of the core features the HyLOS system provides is relation enrichment. An existing set of relations is processed to generate new relations by using a certain rule set. This is quite similar to the enrichment component within the LIS we propose in Section 6.
The TenDAX system [19] is a collaborative text editing environment, which captures information that emerges during the creation of documents. This is done by storing every transaction carried out on the document within a special database model. Relations are captured by storing information about copy and paste actions between documents. The information captured is used to provide an alternative solution for the inflexible standard file system. The system also provides a networked visualization of the information gathered. However, there is only one type of relation captured this way. Since the system relies on the TenDAX editor as opposed to standard office tools, the approach does not seem to be very integrative or suited for common use.
Mueller [34] proposes an extended versioning system for structured and unstructured documents. To achieve consistent management of change, a special XML model for the documents in question has been proposed. With this model, relations between documents and parts of documents can be depicted and captured. However, the approach does not aim to collect lifecycle information but offers an explicit system for a better versioning of documents.
Besides the closely related approaches in the area of Technology Enhanced Learning, there are also interesting approaches in other areas. In software engineering, Requirements Traceability deals with related issues [17] . Here, the lifecycle of requirements of software from the specification to the implementation and evaluation has to be monitored. The different phases of a requirement's lifecycle are modeled and the information needed for its tracing has to be gathered. From a methodogical point of view, this is very much related to our approach, although the specific techniques for capture, utilization, and management of information are quite different.
LIFECYCLE INFORMATION
According to our understanding, lifecycle information is a special kind of metadata, which, in contrast to the common notion of metadata, is not related to a specific object, i.e., Learning Resource, but emerges from a certain process. Fig. 1 shows a schematic taxonomy, which depicts this issue exemplary. Object-oriented metadata are located in the left main branch. It describes the content of a Learning Resource like, e.g., the description or keywords, the format, the didactic implications, or legal issues as known from standards like LOM [21] . Lifecycle information covers the right main branch of the tree and emerges from processes like interaction of users, learners or authors with, or their actions on a Learning Resource. In order to identify the information that emerges during processes, the processes themselves have to be identified. In order to determine these processes and the information that emerges, we have modeled the lifecycle of Learning Resources. Starting from there, we have identified and studied two general types of lifecycle information, which occur in the different stages of the lifecycle: relation information and context information.
The Lifecycle of Learning Resources
There are existing works that propose models for the lifecycle of Learning Resources. In [10] , a rather general model with several phases has been proposed. Here, labeling, i.e., the creation of metadata for a Learning Resource, is an explicit phase in the lifecycle. Cardinaels has modified this lifecycle to allow the generation of metadata in parallel with all other phases [7] . To enable the collection of metadata during the whole lifecycle of a document is a basic condition for our approach to work. Like Learning Resources themselves, models are always designed to serve a certain purpose. The purpose of the model we have developed is to identify the processes that cause the emergence of lifecycle information. Fig. 2 shows our model of the lifecycle of a Learning Resource. Learning Resources are originally created with authoring tools (Authoring Phase), before being supplied to customers, teachers, or learners, e.g., in a learning object repository or marketplace (Provision Phase). Finally, they are used and utilized, which in the case of Learning Resources typically takes place in a Learning Management System (Learning Phase). However, for the majority, the Learning Resources available within a repository do not fit the special needs of customers, teachers, authors, or learners who search for Learning Resources. In order to be reusable, the Learning Resources have to be adapted to the new context of use. Thus, the Reauthoring Phase has been introduced to the lifecycle model (see [40] for a detailed discussion). By using Reauthoring tools, existing Learning Resources can be unitized, adapted, updated, and reaggregated. Parts can be added to or removed from a Learning Resource or parts of different Learning Resources can be joined to form a new one. In Fig. 3 , an example of this whole process has been depicted. First, the existing Learning Resource E is disassembled. Thereby, four new Learning Resources are generated (A, B, C, and D). In this scenario, two of the resources generated are adapted for a new context (Adaptation) before the parts are put into a new order (Permutation) and with two other Learning Resources (G and H), put together to form Learning Resource E' (Aggregation). This process is called Repurposing, because the original Learning Resource has been changed to suit a new purpose. Repurposing is a special kind of Reauthoring [40] . We distinguish two kinds of information generated during the lifecycle of a Learning Resource: Relation and Context information. In the following sections, we will study both concepts and analyze which kinds of information occur in which phase of the lifecycle.
Context Information
While relation information always connects two or more Learning Resources, context information is restricted to one Learning Resource. Since our approach focuses on the Learning Resource itself, context information-as we understand it-represents the contexts a Learning Resource goes through during its lifecycle. Context information is generated implicitly, mainly during the usage or retrieval of a Learning Resource. Thus, it is usually generated during the Provision and Learning Phase. An example of context information is the number of views a Learning Resource gets in a repository or market place. Accordingly, the number of downloads or the number of times a Learning Resource is sold could present valuable information, e.g., as input for ranking methods. In a community-based scenario, ratings, comments, or feedback messages are also context information. During the Learning Phase, several kinds of context information can be collected, especially if learning takes place in a Learning Management System. The time needed for a learner to study a Learning Resource, the assessment statistics, or the number of students who viewed or even failed the assessment of a Learning Resource are only a few of the many different types of information that can be collected. Naturally, even in the authoring or Reauthoring phase, there is context information to capture, e.g., the time it took for a Learning Resource to be edited, which editor was used or who edited it. Even feedback from learners or other authors related to a Learning Resource, in our opinion, is context information. Many of the related approaches described in Section 2 concentrate on the collection of context information. However, there is a difference between user-centric and document-centric collection of context information. In our case, information collected for specific Learning Resources is document-centric. Most of the related work, however, collects user-centric context information. With the Attention Metadata specification [35] , [6] , for example, the attention a user gives to various objects like documents, e-mails, or web pages can be tracked. Such information is often used to model user or learner behavior.
Especially in the case of context information, information should be collected only if there is a clear utilization scenario, for which the information can be used, mainly because there is such a sheer amount of information capturable. In our approach, we concentrate on context information that can be applied in a concrete utilization scenario and supports us in processing the relation information we collect (see Section 4).
Relation Information
In contrast to context information, relation information does not correspond to only one Learning Resource. A relation always connects two Learning Resources or instances of Learning Resources. Regarding the lifecycle shown in Fig. 2 , relation information emerges mostly in the Authoring and Reauthoring phases, as these are the two phases in which the content of Learning Resources is actually changed. In some cases, relations are also built in other phases, e.g., when a Learning Resource is downloaded from a repository and thus a new version or instance of this Learning Resource is created. We have identified a set of relation types generated during the Authoring and Reauthoring phases. These relation types are described in the following, before they are correlated to certain (Re-) authoring actions.
Aggregation relations or "part of" relations are derived from the composition of several Learning Resources resulting in a new Learning Resource. Each of the resources composed has a "part of" relation to the latter.
Provision relations result mostly from reuse processes. Two Learning Resources with the same level of aggregation are connected by "providesElementTo" if one Learning Resource contains an element, which is part of another Learning Resource. Basically, this is similar to an aggregation relation; however, the difference is that instances connected by this relation reside on the same aggregation level.
Sequence relations exist between Learning Resources with a particular sequential order. Two consecutive Learning Resources are connected either by a predecessor or successor relation, respectively.
Permutation relations connect two Learning Resources, which consist of the same modules, while these modules have a different sequential order.
A reduction/extension relationship occurs, when parts are removed from a Learning Resource. In this case, the two versions of the Learning Resource are connected by an "isReductionOf" or "isExtensionOf" relation.
Requirement relations are created when the processing of a Learning Resource requires the processing of a second Learning Resource.
Version relations relate two instances of a Learning Resource in the same version history to one another. These relations occur only if a Learning Resource is changed slightly, for example, in order to correct errors or to update facts (see [40] for details).
Variant relations persist between different variants of a Learning Resource. Variants are branches in the version history of a Learning Resource. They result mostly from adaptation processes, like translations, layout adaptations, or changes of the target group or the design of a Learning Resource. Here, Learning Resources are adapted to different contexts of use. In [40] and [48] , Reauthoring processes and adaptation processes are defined. This includes the 15 different adaptation processes used most often in practice. Each of these Reauthoring and adaptation processes implies a specific type of relation information being generated. Table 1 gives an overview of these processes along with the information that emerges when these processes occur.
Updates and corrections are Reauthoring processes, which are performed very often, implying the emergence of version relations. Examples of user actions that imply such relations include the revision of content, when new circumstances like the introduction of the Euro currency are given, or the correction of errors. Typically, these actions do not change the learning objective or target group of a Learning Resource in contrast to the adaptation processes mentioned.
The modularization of a Learning Resource implies that it is decomposed into a number of modules. Modules, by definition, are Learning Resources themselves. Decomposition accounts for the generation of relation information, like aggregation relations between the decomposed Learning Resource and each of its modules, as well as sequential relations between consecutive modules.
The adaptation of a Learning Resource implies-as mentioned above-a variant relationship between a source and its targeted Learning Resource in the adaptation process. A variant relation implies a larger change in a Learning Resource than a version relationship does. A variant has its own version history. Version and variant relationships are fuzzy by nature and quite generic. Therefore, the kind of adaptation that has led to the emergence of a variant should be taken into account in order to differentiate them. The actual type of adaptation can be captured easily during the Reauthoring process. It just has to be stored properly (see Section 5) .
Finally, the aggregation process implies different types of relation information, like aggregation, provision, reduction, or sequence relations. In fact, most of these relations occur throughout the entire Reauthoring process, but as aggregation is often the last step of the whole process, the relations mentioned cannot be captured until the final aggregation has been performed.
UTILIZATION OF LIFECYCLE INFORMATION
There are several possibilities for utilizing lifecycle information. The identification of new ways to support authors, learners, providers, or just users of Learning Resources by using lifecycle information is an ongoing process. There are two main areas where we want to utilize the information captured: The retrieval and (Re-) authoring of Learning Resources. However, even during the usage phase of a Learning Resource, there are imaginable situations when lifecycle information can be used effectively. We have developed different utilization scenarios to determine which information should be captured for what kind of utilization and partly implemented them. These scenarios are described in the following.
In order to support the retrieval of Learning Resources, there are different possibilities. First, we have to consider the ranking of search results. By using context information such as the number of views, downloads, or purchases in a repository or a marketplace, a search result set of Learning Resources can be ranked. There are several approaches, which already do this (like, for example, [39] ). We believe that the ranking can be improved, if relation information is taken into account. By counting, e.g., the aggregation or provision relations of a Learning Resource, the number of reuses can be determined. In addition, this information can be weighted based on information about the author reusing the Learning Resource. If a Learning Resource is reused by its creator, the information is probably less significant than if the Learning Resource is reused by a different author. This information can be used to further improve existing ranking approaches. Furthermore, different popularity rankings can be rendered for a result set, e.g., the most often viewed, reused or downloaded ranking, or combinations thereof. In [26] , we show a prototypical implementation of this.
The provision of intelligent recommendations is a big field of research and is used in Digital Libraries as well as commercial systems like Amazon or eBay. Most approaches make use of collaborative filtering (like, e.g., [16] 
translation of a Learning
Resource would not be in a result set unless the variant relation connecting the two is taken into account. Aggregation relations that we capture in the ResourceCenter [20] can serve as a concrete example: Due to the modular structure of courses created with the ResourceCenter, it is easily possible to capture aggregation relations between a course and the associated sections. These relations are stored for every section as part of one or more courses. If an author searches the ResourceCenter for sections, he plans to reuse, the aggregation relations of the sections that match the search query are traversed, and links are added to the search result, which point to other sections that are used within the same courses. The same is applicable for sequence or variant relations.
The possibility to browse via relations is closely related to the augmentation of a result set. Here, the user may browse through the relations captured during the lifecycle of a Learning Resource instead of directly searching for Learning Resources. In this case, the user does not need to provide specific search terms. The only thing he would need is an anchor from which to start browsing. Thus, the user would find Learning Resources even if they use a different vocabulary to describe similar facts. Certainly, the approaches mentioned above can be combined so that a user achieves a ranked and augmented search result from which he can pick a Learning Resource, which he wants to start browsing from. Again [26] shows a prototypical implementation of this approach.
Besides the retrieval, there are several possibilities to support the authoring of Learning Resources with lifecycle information. Authors can be notified when their Learning Resources are reused. Thus, this makes them aware of changes or revisions to their resources. On the other hand, if an author reuses a Learning Resource of another author, he can be notified about the changes that have been made to the original Learning Resource. This mechanism can also be used to provide feedback to an author, especially combined with context information such as the number of downloads or reuses. In this way, an author can be notified, e.g., about the popularity of his resources. On the other hand, weaknesses in his Learning Resources can also be indicated. If an above-average number of students fail a test after using a certain Learning Resource, a revision of that resource may be necessary and the author should be notified about this. Another type of context information for which this is relevant might be time duration. If students need significantly more time for one part of a Learning Resource than another, this perhaps could be split into two parts. The same applies for slides in a presentation: If one requires significantly more time than the others, it might indicate that the contents of this slide have to be split and distributed over two slides. Relation information can also be helpful in supporting the management of local documents. Users often have a hard time finding reused objects on their computer [37] . For example, if a user opens a presentation and he knows that some of the slides have been reused, he might not remember where the original presentation of the reused slides is stored. With the help of relation information (provision relations), the user can find the corresponding presentation. Context sensitive relation information could be visualized within a presentation to show related slides or assets to a user.
Apart from the scenarios where we want to utilize lifecycle information, there are several approaches in ongoing research that utilize kinds of lifecycle information or contextualized metadata differently and should not be left unmentioned. Most of them have already been implemented or are currently in work. A few examples of ongoing work in research for the utilization of lifecycle information are given in the following:
. Extending information about learner behavior for efficient learner modeling [27] 
STORAGE OF LIFECYCLE INFORMATION
When lifecycle information is captured, it needs to be stored somewhere. This section describes a concept for the storage of both lifecycle and context information. First, an extension for the LOM metadata standard is proposed. Section 5.2 covers the storage of lifecycle information in scenarios where the LOM extension cannot be applied.
LOM Extension
When Learning Resources that follow established standards like LOM [21] are involved, it makes sense to extend these existing standards for the storage of lifecycle information. Since the LOM standard is a widely used standard for metadata, we decided to use it as the basis for the storage of relation-based lifecycle information. LOM consists of nine categories with about 60 fields. The categories of interest for the storage of lifecycle information are category 2 ("Lifecycle"), category 3 ("Meta-Metadata"), or category 7 ("Relation"). Category 2 reflects the current status of the respective Learning Resource in terms of versioning. It provides fields for the depiction of the completion status, the contributors (persons or organizations), their roles and entities, as well as contribution dates. Since we try to store mainly relation information within LOM, this category provides-except for the name-nothing of use for our purpose, at least not without changing the standard too much. Category 3 handles information about the metadata record itself and how it evolves over time. It provides, among others, roughly the same fields as category 2 and is therefore not suited to store relations between Learning Resources (or metadata records). The category that matches our interests best is category 7: Relation. In this category-by default-the storage of relation information is covered. It may consist of an arbitrary number of relation fields, each containing the ID of the related resource and the type of relation. However, the Dublin Core vocabulary [42] used to express the relationships in the LOM relation category is not sufficient to fulfill the needs specified in Section 3. Therefore, we have developed our own vocabulary, which enables us to express our types of relations. Table 2 shows how the different kinds of relations are named.
As mentioned in Section 3.2, version and especially variant relations need to be typed. Therefore, we need to figure out a way to uniquely map aspects of change without affecting the underlying LOM standard too much. The LOM standard itself is very rich and covers many aspects of a Learning Resource. Therefore, we are able to relate these aspects and yet stay independent from the content of the Learning Resource itself. For this purpose, the relation category was extended by a field named Changes. This field exists for every relation and consists of a pointer and a value. The pointer points to the LOM field that was changed by the process that led to the existence of the relation and the value depicts the old value of that field. Thus, when a Learning Resource is translated from German to English, the value of the LOM field General.Language would change from "de" to "en." The Changes field would then hold the pointer to General.Language as well as the old value: "de." Thus, it is possible to reconstruct which relation is implied for which changes. In turn, it is also possible to include changes in the metadata of the original Learning Resource in order to determine which changes have been done to it. While it is especially helpful to type variant relations, other kinds of relations can also be typed. Fig. 4 shows an excerpt of a relation element, which depicts a reduction relation resulting from a change in semantic density and the learning duration of a Learning Resource. The changes field is not mandatory for the relation to be comprehensive. It would be possible to compare the metadata records of related Learning Resources to find out what type of change occurred. But using the "changes" field is, on the one hand, faster, and on the other hand, only one metadata record is needed to determine the type of relation. A relation itself has significance without knowing the application or context it was generated in. That means that if it is known that Learning Resource A is a part of Learning Resource B, it is not relevant for the interpretation of the relation to know which application was used to create this relation. Therefore, it makes sense to store relation information within the metadata close to the Learning Resource itself. Context information in contrast is highly dependent on the system it emerges in. This means that, for example, the number of views or queries for a Learning Resource in one marketplace might have a different meaning in another marketplace or repository, due to the number of users, the number of Learning Resources provided, or the target group. Furthermore, the sheer amount of context information that can be captured makes it impractical to store within LOM. Therefore, context information is stored in an independent format in a central instance. The schema for the storage of context information includes an identifier for the Learning Resource, the type of information-like sold, bought, downloaded, viewed, and so forth-and finally an identifier for the system the information was captured in. Thus, it is possible to weigh the captured context information accordingly. 
Lifecycle Metadata Schema
In case Learning Resources do not follow the common standards, alternative solutions are needed for the storage of lifecycle information. CAM [6] is a good means to store context information, but for the storage of relations, there is no existing specification or schema we can make use of. Therefore, we have developed a scheme to store relation and context information for each document. The main purpose of this scheme is the exchange of lifecycle metadata. Fig. 5 shows the schema we use for the storage of lifecycle information we collect. The focus is on relation information here. Since we store information, documentcentric document is the central instance. Each document possesses a GUID stored in its properties and in the scheme. Besides that, information like the URL, owner, title, and a (high similarity near distance) fingerprint is stored. Each document can possess an arbitrary number of relations. A relation has a GUID and a pointer to the GUID of the target document of the relation (the source document is the document the relation belongs to). Furthermore the relation type, its creator, and a timestamp is stored. Additionally, we need to store information about the element (e.g., slide, paragraph, and so forth) a relation points to. Specifically, in a scenario where Learning Resources are involved, which do not possess an open, modular data model (like, e.g., PowerPoint presentations), this additional information is needed. An element may, e.g., be a page, a paragraph, a slide, or a media object like a picture, video, or audio file. It has a type, ID, and Fingerprint. Optionally, it can be extended by a position object depicting the offset and range of a certain paragraph in a text document.
Context information is stored under the context element. This section is still a work in progress since we want to capture context information only in cases where it helps in the utilization of relation information. For the storage of context information, it might be reasonable to implement the CAM specification (or parts of it) since it provides good means to store this kind of information. Additionally, this would lessen the effort of a later on "LIS.KOM-to-CAM" transformation. When using XML as format for lifecycle metadata, it is possible to integrate lifecycle metadata in the documents themselves. Especially, the new XML-based document formats like ODT [38] or Office Open XML [33] allow for this.
THE LIS.KOM FRAMEWORK
From the different types of systems that cover the different phases of a Learning Resource's lifecycle, like authoring tools, repositories, or Learning Management Systems, there are few in which lifecycle information is captured; and if it is captured, the information remains in these systems and gets stuck at system borders. Examples of information already being captured by existing systems include usage and assessment information in Learning Management Systems or numbers of downloads or purchases in repositories. However, if Learning Resources are transported via system borders, this information gets lost. This is due to the lack of a standardized format for its storage and a suitable architecture for the management of this kind of information. The goal of the proposed architecture is therefore to enable the storage, capture, and utilization of lifecycle information beyond system borders. To achieve this, we designed the LIS.KOM (Lifecycle Information System) framework with a central component called LIS.KOM Server and distributed clients. The components of the LIS.KOM framework, which we describe in the following, are shown in Fig. 6 .
LIS.KOM Server
The LIS.KOM Server has been designed as an online central application and is interconnected to LIS.KOM Clients via Web services, i.e., clients use Web services running on the server to send information collected for the locally available Learning Resources to the server or to retrieve it from there. We decided to use a centralized architecture, because this allows us to easily connect to the server and to update information. The LIS.KOM Server integrates all data sources and manages incoming data. Here, the information gathered is processed, evaluated, and stored in a database. The server collects all information that is related to any version of a Learning Resource. From these individual facts, a lifecycle record for each Learning Resource is built. This lifecycle record contains a representation of all instances (versions and variants) of a Learning Resource, relations between these instances, and context information for each instance. The context and relation information stored separately is enriched by making use of a special rule set (e.g., if A isPartOf B and B isPartOf C, then A isPartOf C, and so forth). The enriched record of a Learning Resource can then be retrieved by the LIS.KOM Clients for utilization. In a productive system, the ownership of collected lifecycle information as well as security issues like protection against fraud and misuse would be an issue and should be handled by the LIS.KOM Server. However, these challenges are not in the scope of this paper.
LIS.KOM Clients
A LIS.KOM Client wraps up the local functionality needed for the management of lifecycle information. It implements the Web service APIs provided by the LIS.KOM Server to retrieve lifecycle information from it or put the locally collected information onto it. Additionally, it serves as cache for the information captured locally and is thus operable even in an offline scenario. For this purpose, the locally captured information is preprocessed in a way similar to the processing on the LIS.KOM Server, so that it can be utilized locally in an offline scenario. When a connection to the server is established again, the local cache is synchronized with the server via the Web service API. In addition, the LIS.KOM Client provides an interface for ReCap.KOM and ProCap.KOM add-ins, which are responsible for capture and utilization of information within different applications. Alternatively, stand-alone utilization tools can implement this interface. As a fallback solutionin case an online connection is never established-the lifecycle information may be attached as metadata to the Learning Resource; the Resource itself then serves as the transfer medium.
Capture and Utilization Add-Ins
There are two different kinds of add-ins connected to the LIS.KOM Client. ReCap.KOM add-ins are responsible for the capture of lifecycle information. This happens from within the respective applications where information needs to be captured. Fig. 7 shows the basic components of such an add-in. Although the actual implementation is different for each application, the basic components are always similar. The event dispatcher wraps up and handles all sources of events triggered by relevant user actions. It usually uses a combination of application-specific events (e.g., provided by the API of the application), mouse, and keyboard hooks, as well as Clipboard events. A synchronization module makes sure that the state of captured information is synchronous to the application state. This usually includes the handling of undo-and redo-actions performed by the user. Since it cannot always be assumed that every user who edits a document has the respective add-in installed, the information, specifically the relations stored for a document, has to be verified. This is done by the verification module. Naturally, a capture add-in implements the API provided by the LIS.KOM Client.
ProCap.KOM add-ins are plugged into applications where lifecycle information can be of particular use. This applies, for example, to applications used for the retrieval of Learning Resources, where context and relation information can be combined to provide better search results. The add-ins retrieve information about the Learning Resources from the LIS.KOM Client and present it in a helpful way. This, for instance, may be done by providing links to closely related Learning Resources or ranking a search result based on the context information collected (see Section 4). For each application, in which lifecycle information should be utilized, such an add-in is needed. The nature of these addins strongly depends on the application and the way in which the information is actually utilized. In some cases, it makes sense to have both types of add-ins plugged into an application. While searching in a repository, the information captured about Learning Resources contained in the repository is especially helpful, therefore making a ProCap.KOM add-in mandatory for its utilization. Additionally, there is information being generated while using a repository as well: The selection and access of Learning Resources will increase respective counters and provide additional information on the relative significance of certain Learning Resource instances. In addition to utilization add-ins, basically every application interested in the utilization of Fig. 7 . ReCap.KOM add-in. lifecycle information can do so by using the given API of the LIS.KOM Client.
IMPLEMENTATION AND EVALUATION
We have implemented our approach in three different scenarios by conducting three steps from specific to generic. After we have described these steps and the current state of the implementation, we depict first results and further plans for an evaluation of our approach.
Implementation Steps
The first proof of concept was done in the ResourceCenter [13] . Due to its nature as authoring by aggregation environment, the capture of lifecycle information is an easy and intuitive task here. Capture and utilization are both carried out within the ResourceCenter and thus there is no need to traverse system borders. The authoring processes that provide lifecycle information are very specific and determinable and we have full access to the source code of the ResourceCenter in order to carry out capturing. We provide details about this implementation in [26] . Fig. 8 shows an example of the utilization of information collected in the ResourceCenter. Here, the detail view of a Learning Resource is enriched with links to related resources.
The second implementation step was carried out in the course of the Content Sharing project [11] . Here, in contrast to the ResourceCenter, different systems are involved, i.e., the information captured must transfer system borders. In order to enable this, the architecture presented in Section 6 has been partly implemented. Fig. 9 shows the components we have implemented in this scenario.
Capture add-ins and a LIS.KOM Client have been integrated into the Content Sharing Module Editor as well as in the Content Sharing Repository. A utilization add-in within the repository helps users in finding, searching, and retrieving the Learning Resources they want. And finally, the LIS.KOM Server has also been implemented. The local caching features of the LIS.KOM Clients are used to transfer the captured data via the Content Sharing Repository to the server. The Module Editor is a combination of modularization, aggregation, and adaptation tool, which supports several adaptation processes. Hence, the ReCap.KOM addin theoretically captures all the relation information described in Section 2.2. Although this is only possible if the processes are performed accordingly. At the moment, it only captures relation information. The add-in integrated into the Content Sharing Repository captures context information like views or purchases of Learning Resources, while the utilization add-in processes all the relations captured and provides links to related Learning Resources. For the sake of utilizing lifecycle information, this implementation is far from complete but served as a proof of concept.
An example of the use of this system is given as follows: A Learning Resource is downloaded from the Content Sharing Repository; meanwhile, the capture add-in of the repository counts the view and the download as context information for this resource. It is opened in the Module Editor and modularized into smaller Learning Resources. The ReCap.KOM add-in in the Module Editor captures the aggregation and sequence relations between the existing resources and stores it with the metadata of the Learning Resources in the local cache (or sends it to the LIS.KOM Server). Some of the submodules are adapted, which results in relation information being captured as well, and even newly created Learning Resources are added. Finally, the Learning Resources are aggregated and the corresponding information is captured. The author can decide which of the created Learning Resources to upload to the repository. He may upload any created or adapted module or he may choose only to upload the final Learning Resource. The relation information is transported to the repository either via the metadata of the Learning Resources or via the LIS.KOM Server. In the current implementation, the former is the case. In the repository, the LIS.KOM client gets information from the metadata or the LIS.KOM Server, respectively, and provides it to the utilization add-in, which generates links or recommendations. Before this is done, the information is filtered to show links to resources only, which truly exist in the repository. This prototypical implementation carried out in the course of the Content Sharing project is generic regarding the transfer of information and its underlying architecture but very specific for the processes that enable the emergence of lifecycle information and the software components used. The Reauthoring processes conducted with the Module Editor are still very specific and determinable. Additionally, we have full access to the source code of these applications for capturing.
Thus, the third and most challenging step is the implementation of our approach for generic tools with generic authoring processes like, e.g., office tools. The wider a tool is distributed and used, the greater the value of addins for this application. Thus, we decided to implement addins for generic office tools like Microsoft's Word and PowerPoint. For this case, we have used the independent storage format described in Section 5.2 because we could not expect office documents to implement the LOM standard. Nevertheless, many Learning Resources are still created using these tools. We have implemented capture add-ins as well as prototypical utilization add-ins for both PowerPoint and Word. Both are realized as .net add-ins using C# [14] . Capturing runs completely in the background, so that normal work with the applications is not affected. Most users should not even notice that an add-in is there. The information is stored in the local cache of the LIS.KOM Client and then sent to the LIS.KOM Server. Currently, we are able to capture provision and aggregation relations for assets, slides, shapes, and text within PowerPoint and Word, between both and from most other sources like websites or PDF documents. Additionally, we capture variant relations between different documents. For the utilization of collected information in PowerPoint, related presentations can be shown and opened directly from within a PowerPoint document. Fig. 10 shows the utilization add-in that provides information about and access to presentations that are related to the one that is actually opened.
Evaluation Plans and First Results
We have conducted a first small evaluation for the third implementation step. We installed ReCap.KOM add-ins for PowerPoint and deployed LIS.KOM clients on the computers of four test persons and let them do their usual work with PowerPoint. The evaluation was conducted as offline scenario, i.e., without connection to a LIS.KOM Server. It gave us two important insights:
1. There actually is a significant amount of reuse when users create PowerPoint presentations. 2. Relations can be captured with a high validity. With 29 different documents opened in about four weeks, we were able to collect 58 provision relations resulting from the reuse of slides and 23 relations resulting from the reuse of external files like images. The overall validity of the captured relations was about 85 percent. However, we identified several possibilities to further improve the validity of the capture. Furthermore, we observed that a verification of captured relations is needed when the scenario is not closed, i.e., when users without respective add-ins edit involved documents. For details about this evaluation, we refer to [25] . There are three main questions we want to answer with our ongoing and planned evaluations:
1. Is the information we collect valid? 2. Is the information we collect significant? 3. Do the means of utilization we provide help users? The validity of information is evaluated like described before. Our goal is to evaluate the add-ins in an open scenario where the test persons use the respective applications as usual. Thus, we will get additional insights in the reuse behavior of users. The remaining two questions are closely connected. We plan to evaluate the significance of lifecycle information to improve the retrieval of documents as well as to support authoring. At least for the latter we will have to conduct a user driven evaluation where users judge how helpful the captured information and the means of utilization actually is. To evaluate if our approach can help improve the retrieval of Learning Resources, we plan to extend existing approaches for ranking and recommendation with lifecycle information. The question here is not whether our approach is better than other approaches but if other approaches can be improved with lifecycle information we collect.
CONCLUSIONS AND FUTURE WORK
In this paper, we have proposed the capture, management, and utilization of lifecycle information for Learning Resources. We have analyzed and modeled the lifecycle of Learning Resources and identified two types of information that can be captured. Especially, the relations between Learning Resources emerging during their lifecycle are neglected by many systems and most existing approaches. In order to be able to manage this kind of information properly and without overhead, we decided to store it in a document-centric way. We have decided to capture context information only when it helps in the processing and utilization of relations. We have modeled utilization scenarios to identify the information that needs to be captured. For the storage of lifecycle information for Learning Resources, we have proposed an integrative approach based on LOM as well as an independent schema for Learning Resources that are not compliant to standards like LOM. We have introduced the LIS.KOM framework-a system that supports capture, management, and utilization of lifecycle information, which enables us to collect and use information in all phases of a Learning Resource's lifecycle. The three implementation steps have shown that our approach is valid in different scenarios and for different levels of generalization. Although, in most cases, the lifecycle information that we collect cannot be used to directly improve their learning experience, it helps learners implicitly in different ways. On the one hand, with lifecycle information, we can support authors in the creation and reauthoring of Learning Resources by facilitating access to and reuse of related documents. Notifications about changes and updates as well as feedback can help authors as well. In supporting authors, we indirectly support learners of the respective Learning Resources. On the other hand, improvements of the retrieval and better recommendations of Learning Resources can also lead to an improved learning experience. Here, relation information could even be used to support learners directly, e.g., by providing them links to related resources.
We have conducted first evaluations with promising results. Further evaluations, including a user-driven evaluation, are planned. The generic, plug-in-based architecture enables us and other developers to extend the number of supported applications easily. In the future, one major step besides evaluation will be the development of further addins for the LIS.KOM framework. Additionally, with the growing availability of information about Learning Resources, new ways of utilization will emerge, which must be implemented to support learners, authors, or providers of Learning Resources in different ways.
