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Resumen 
 
 
Actualmente, la obesidad infantil se está convirtiendo en uno de los problemas 
sanitarios más importantes del mundo. El número de niños que la padecen va 
aumentando con el paso de los años de manera exponencial, con lo que, 
puede acabar provocando, problemas de salud en edades adultas como: 
cardiopatías, resistencia a la insulina… entre otras. Dado este problema, se 
propone la construcción de una aplicación móvil que ayude al seguimiento de 
buenos hábitos saludables con la ayuda de recomendaciones por parte del 
personal sanitario.  
 
Esta aplicación,  permite una comunicación telemática directa entre el médico, 
el paciente y su ecosistema, con el objetivo de monitorizar y controlar la 
obesidad del menor. Los tutores legales que utilicen la aplicación, tendrán la 
posibilidad de insertar datos y valores, tanto de hábitos alimenticios como 
físicos, para que, tanto la enfermera como el pediatra, puedan tener un 
seguimiento más exhaustivo de la evolución del menor. El personal sanitario 
podrá mantener este seguimiento a través de un servicio web, dónde se le 
permitirá consultar los valores de sus pacientes que hayan sido añadidos 
desde la aplicación. Además, se les permitirá una comunicación directa con 
ellos, mediante la realización de encuestas personales que podrán ser 
contestadas desde la aplicación.  
 
La interacción telemática  a través de esta aplicación entre medico, paciente y 
su ecosistema, permite estudiar los hábitos saludables del menor de manera 
sencilla y proporcionar un soporte al personal sanitario del departamento de 
pediatría, reduciendo el número de visitas presenciales en sus centros. 
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Overview 
 
 
 
Currently, childhood obesity is becoming one of the most important health 
problems of the world. The number of children who suffer from it has increased 
exponentially over the years, causing serious health problems in adulthood as: 
heart disease, insulin resistance… Given this problem, the present project is 
focused on the development of a mobile application which helps keeping track 
of the good healthy habits of the child with the help of the recommendations 
provided by the medical personnel. 
 
This application allows direct telematics communication between the doctor 
and the patient, in order to monitor and control child obesity. The legal 
guardians who use the application will be able to insert values of feeding and 
physical activities. This way, the paediatricians and the nurses will have a tool 
to keep track of the evolution of the child. The medical personnel will have the 
opportunity of maintaining this track through a web platform by consulting the 
values added in the application by each of their patients and the creation of 
surveys that could be answered from the mobile device. 
 
Telematics interaction between doctor and patient, allows to study the child 
healthy habits easily and support the health personnel, reducing the number of 
visits in each of one of their centres. 
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Introducción  1 
 
INTRODUCCIÓN 
 
La obesidad infantil está llegando a cifras preocupantes con las que los  Centros 
de Atención primaria de todo el país se encuentran diariamente. Es por eso que, 
se decide crear una aplicación móvil para poder mejorar los hábitos saludables 
de los menores, mediante el seguimiento y control  de las enfermeras y pediatras 
a través de la utilización de esta aplicación. 
 
El objetivo de Ehabits es desarrollar un canal de comunicación telemático a 
través de una aplicación móvil para la monitorización y control de la obesidad 
infantil. 
 
Una de las funcionalidades principales de la aplicación, es la de permitir una 
comunicación directa y sencilla entre el personal sanitario (encargado de 
controlar la evolución de la obesidad del menor) y los tutores legales. De esta 
manera, se llega a tener un control semanal de los hábitos del menor sin 
necesidad de programar ninguna visita.  
 
Durante la implementación de este proyecto, se han realizado entrevistas 
personales con las enfermeras y pediatras de un Centro de Atención Primaria 
ubicado en Sant Boi de Llobregat. Gracias a la revisión de estos profesionales, 
se ha podido supervisar, por una parte, las funcionalidades de la aplicación, y 
por otra, su navegabilidad y diseño desde el punto de vista de usuario.  
 
En este documento, se explican cada una de las funcionalidades de la aplicación, 
la arquitectura y el software utilizado junto con la descripción detallada de cada 
una de las implementaciones que han sido necesarias para cumplir con cada 
uno de los objetivos principales. 
 
Este trabajo se organiza de la siguiente manera: 
 
En el primer capítulo se contextualizará un caso real de uso y se plasmarán los 
principales antecedentes, motivaciones y objetivos planteados para el desarrollo 
de este proyecto.  
 
En el segundo capítulo se describirá en qué consiste Ehabits, sus 
funcionalidades, diseño y cómo se diferencia respecto a la competencia.  
 
En el tercer capítulo se describirá el diseño, arquitectura y modelo de datos 
utilizado para  su implementación. 
 
El cuarto capítulo constará de las diferentes implementaciones llevadas a cabo 
para el desarrollo de este proyecto, junto con las tecnologías y entornos de 
desarrollo utilizados.  
 
En el quinto capítulo se explicará la planificación seguida durante la 
implementación del proyecto. 
 
Por último, en el sexto capítulo se describirán las conclusiones y objetivos 
cumplidos en la realización del proyecto. 
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CAPÍTULO 1.  CONTEXTO 
 
En este primer capítulo se pondrá en contexto un caso de uso real, a través de 
una historia. Además, se describirán las motivaciones para el desarrollo de este 
proyecto, la propuesta diseñada y sus objetivos. 
 
 
1.1. Caso de uso 
 
Para poder diseñar y organizar las funcionalidades de la aplicación, es necesario 
plasmar un posible caso de uso mediante una historia y así, estudiar todos 
aquellos datos necesarios para el control y seguimiento de la obesidad del 
menor. Obteniendo, un diseño de  la aplicación, donde los tutores legales  tengan 
la opción de añadir  los valores de control necesarios y éstos, ser estudiados por 
el personal sanitario. 
 
Cabe recalcar que toda la información descrita en este apartado ha estado 
contrastada y revisada por el personal sanitario de pediatría. 
 
 
1.1.1. Historia 
 
Marc tiene 6 años y acude a su Centro de Atención Primaria (CAP) con su madre 
para la revisión.  
 
La enfermera se dispone a pesar y medir a Marc, para poder hacer el estudio de 
talla y peso correspondiente a su edad. Una vez puestos los datos en el 
ordenador y haber mirado la gráfica de talla y peso e índice de masa corporal 
que utilizan para el control ponderal, esta le comunica a la madre que, según los 
datos extraídos, el peso de Marc se ha disparado un percentil 90-95 respecto a 
su última visita, que estaba en percentil 50. 
 
Para poder estudiar los hábitos de Marc, se le pide a la madre que apunte en 
una hoja la alimentación y ejercicio físico de él durante una semana. Para ello, 
la información que debería de plasmar es la siguiente: 
 
• Ingesta de bollería. 
• Bebidas azucaradas ( coca cola, fanta, zumos…). 
• Utilización de salas en la comida (Ketchup, Mayonesa,  salsas bravas…). 
• Aperitivos (patatas chips, olivas…). 
• Número de comidas diarias.  
• Ingesta de fritos, rebozados, empanados.. etc. 
• Situaciones que puedan provocar una ansiedad, y, como consecuencia 
de ello, aumente la ingesta (cantidad de comida) .Por Ejemplo: 
• Ver un programa de televisión o utilización de aparatos electrónicos 
durante la comida. 
 
A la semana siguiente, Marc y su madre vuelven a tener visita con su 
enfermera.En esta visita, se estudian los datos alimenticios y físicos de Marc 
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durante la semana, corrigiendo los necesarios para la mejora de sus hábitos. 
Una vez se han comentado los hábitos a corregir, se programa una visita a un 
mes vista para controlar la evolución de Marc, y , en el caso que sea necesario, 
añadir nuevas correcciones. 
 
Al mes siguiente se entrevista a su madre, para saber si se han realizado cada 
una de las pautas que la enfermera les comunicó. En este caso, según 
observaciones realizadas durante la visita, el peso de Marc se ha estancado ( 
que en el caso de un menor es un dato positivo, ya que están en plena época de 
crecimiento y no se espera que pierdan de peso, si no que crezcan y lo 
mantengan).  
 
Aunque los resultados hayan sido favorables, aún hay ciertos hábitos a corregir, 
por lo que su enfermera les vuelve a modificar algunos de ellos. Para poder 
mantener un seguimiento más exhaustivo de cada uno de estos, la enfermera 
les propone la utilización de Ehabits como herramienta para poder controlar y 
monitorizar los diferentes hábitos alimentarios y de actividad física realizados por 
Marc. Además, les comenta que la aplicación premiará a Marc con medallas para 
informar de su rendimiento en el caso de que haga las cosas bien y que, en 
cuanto Marc reciba una medalla, la enfermera le permitirá la ingesta de alimentos 
más hipocalóricos como premio. De esta manera, se va manteniendo un 
seguimiento hasta que se observen resultados definitivamente positivos, tanto 
en hábitos saludables, como en peso. 
 
 
1.1.2. Propuesta 
 
Una vez puesto en contexto uno de los posibles casos reales, se decide diseñar 
una aplicación móvil que permita realizar el control comentado en el apartado 
anterior.  
 
Esta aplicación permitirá a los tutores legales del menor, añadir telemáticamente 
los hábitos saludables ( valores de alimentación y actividad física) pedidos por la 
enfermera durante el inicio del tratamiento. Estos datos serán estudiados con el 
objetivo de mejorar los hábitos del menor evitando la programación de una visita 
presencial. 
 
En el caso de que el la enfermera y pediatra considerasen oportuno corregir 
hábitos semanalmente, estos proporcionarían una encuesta parental (creada 
desde un portal web y que podría ser contestada desde la aplicación), que 
permitiría un control periódico del menor. En cambio, en el supuesto caso de que 
no se viese una evolución favorable, se realizaría una visita presencial para 
poder tratar el problema de manera más personalizada. 
 
Con todo esto, se permitirá una comunicación ágil entre medico y paciente, 
donde los padres podrán mantener un control más exhaustivo y constante del 
menor afectado. Además de permitir al personal sanitario, consultar el 
seguimiento de las pautas recomendadas a sus pacientes, ya que, el no 
seguimiento de éstas, suele ser uno de los problemas más habituales en estos 
casos.  
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1.2. Motivación y antecedentes 
 
Según estudios realizados por la Organización Mundial de la Salud (OMS) , en 
los países con economías emergentes la prevalencia de sobrepeso y obesidad 
infantil en los niños con edad preescolar supera el 30%. 
 
Según esta organización, la obesidad infantil está alcanzando niveles 
alarmantes, convirtiéndose en uno de los problemas de salud pública más graves 
del siglo XXI a nivel mundial. Este problema está afectando a países con diversos 
ingresos, aunque se ven disparados en zonas urbanas.  
 
La obesidad entre niños de 0 a 5 años aumentó de 32 millones en 1990, a 42 
millones en 2013, llegándose a estimar que la cifra llegaría a subir hasta los 70 
millones en 2025. 
 
En España, a través de encuestas realizadas por el Ministerio de Sanidad y 
consumo, se obtenía la distribución porcentual del índice de masa corporal en 
menores de edad. 
 
Tabla 1.1 Distribución porcentual del índice de masa corporal en menores de 
edad 
 
Edades Peso Normal o 
Insuficiente 
Sobrepeso Obesidad 
2 a 4 años 70,65% 14,00% 15,35% 
5 a 9 años 63,19% 21,43% 15,38% 
10 a14 años 74,98% 19,97% 5,00% 
15 a 17 años 80,78% 16,99% 2,22% 
Total 72,39% 18,67% 8,94% 
 
 
Según la distribución porcentual realizada, se aproxima que el 27,7% de los 
menores presentan un peso superior a lo recomendable, recalcando que los que 
presentan tasas más altas son los grupos de entre 2 a 9 años. Estos datos 
indican que la obesidad infantil está llegando a cifras tan elevadas que se llega 
a asociar como una “obesidad epidémica” conocida como globesidad1. 
 
Las nuevas formas de vida actuales, tales como: los cambios demográficos y 
culturales de la sociedad, los horarios laborables de los padres y el incremento 
de familias monoparentales, conllevan a vidas sedentarias que afectan de 
manera evidente a los hábitos saludables de los menores que, por consecuente,  
predisponen la aparición de obesidad en edades tempranas. 
 
Uno de los problemas con los  que se encuentran las unidades pediátricas de 
los Centros de Atención Primaria (CAP), es la falta de seguimiento de las 
                                            
1 Globesidad es un término acuñado en el Simposio Científico organizado por el Centro de 
Investigación Biomédica en Red- Fisiopatología de la Obesidad y la Nutrición (CIBERobn).  
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recomendaciones que éstos les comunican para mejorar los hábitos saludables 
de los  niños que presentan una obesidad prematura.  
 
Al ver que la obesidad es un problema cada vez más habitual, se ha desarrollado 
esta aplicación con la finalidad de mejorar los hábitos saludables de la población 
infantil. 
 
 
1.3. Estado del arte 
 
Actualmente en el mercado, hay un abanico muy amplio de aplicaciones móviles 
que intentan promocionar la realización de buenos hábitos saludables. La 
mayoría de estas aplicaciones utilizan estrategias de gamificación2 para motivar 
a los usuarios. 
 
Si el objetivo de la aplicación es motivar a los usuarios a la realización de 
actividad física y hábitos saludables, encontramos las siguientes aplicaciones: 
Esporti Revolution, HabitRPG… entre otras.  
 
Estas se centran en la creación de aplicaciones como videojuegos para motivar 
la realización de la actividad física y de buenos hábitos saludables, premiándolos  
a través de la aplicación, como por ejemplo: utilizando rankings sociales ( como 
es el caso de Esporti Revolution) permitiéndoles mejorar su posición en él, dando 
medallas o premios a todos aquellos que estén mejorando…etc. 
 
Ehabits se ha desarrollado para permitir a los usuarios (tutores del menor) una 
forma de comunicación directa con el personal sanitario, encargado de 
monitorizar la evolución del menor. Además de utilizar estrategias de 
gamificación (utilizadas por muchas aplicaciones del mercado), con tal de 
motivar a los niños a seguir las instrucciones que les indican las enfermeras. 
 
Por todo ello, Ehabits permite, tanto al personal sanitario como a los tutores del 
menor, mantener un control de los hábitos saludables que éste tiene que 
modificar. Por lo que, además de permitir una comunicación flexible y directa 
entre medico-paciente, también ayuda al personal sanitario a reducir el número 
de visitas presenciales. 
 
 
1.4. Objetivos 
 
El objetivo principal es mejorar los hábitos saludables de los menores mediante 
un control periódico realizado por el personal sanitario.  
 
La utilización de esta aplicación como herramienta de control y seguimiento, 
pretende mejorar ciertas necesidades sanitarias: 
                                            
2 Gamificación es el empleo de mecánicas de juego en entornos y aplicaciones no lúdicas con 
el fin de potenciar la motivación, la concentración, el esfuerzo, la fidelización y otros valores 
positivos comunes a todos los juegos. Se trata de una nueva y poderosa estrategia para influir 
y motivar a grupos de personas. 
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• Disminuir la demanda asistencial evitando la programación de visitas 
mensuales con todos los pacientes que fuesen necesarios. 
• Comunicación y seguimiento de la evolución del menor mediante la 
información añadida  a través de la aplicación. 
• Permitir tener un seguimiento respecto a si están realizando las 
modificaciones de hábitos saludables necesarias y comentadas por el 
personal sanitario. 
• Recomendaciones virtuales en vez de verbales con la posibilidad de 
consultarlas siempre cuando se necesite. 
 
 
En cuanto a los usuarios, se pretende: 
 
• Proporcionar una aplicación que les permita añadir los datos necesarios 
de manera sencilla sin consumir una gran cantidad de tiempo. 
• Motivar a los niños (mediante estrategias de gamificación) de la 
realización de los hábitos saludables (actividad física y alimentación) 
recomendados por los responsables pediátricos. 
• Permitir a los tutores legales ser conscientes de los hábitos saludables 
óptimos para la reducción de la obesidad del menor y una mejora del nivel 
de vida. 
• La no necesidad  de visitas presenciales, evita el absentismo tanto escolar 
como laboral. 
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CAPÍTULO 2.  EHABITS 
 
Este capítulo consta de las funcionalidades de la aplicación Ehabits mostrando 
el diseño de las pantallas a través de maquetas.  
 
 
2.1. Funcionalidades 
 
Esta aplicación proporciona todas las funcionalidades necesarias para el control 
de los hábitos del menor, permitiendo a los usuarios añadir todos los valores 
necesarios de una manera cómoda y amigable. 
 
Las funcionalidades son las siguientes: 
 
• Proceso de autenticación ( Registro y Login). 
• Permitir añadir varios familiares con el objetivo de controlar sus hábitos 
saludables. 
• Añadir valores de alimentación y actividad física asociados al familiar 
correspondiente. 
• Consultar varias recomendaciones proporcionadas por el personal 
sanitario, tanto de alimentación , actividad física como de descanso. 
• Permitir hacer una fotografía de la ingesta en el momento de añadir un 
valor alimentario. 
• Poder visualizar los valores alimentarios y de actividad física de cada uno 
de los familiares añadidos. 
• Responder de manera semanal las encuestas realizadas por las 
enfermeras con el objetivo de controlar la realización de las 
modificaciones propuestas por el personal pediátrico. 
• Aparición de notificaciones en la aplicación como recordatorio a responder 
las encuestas de manera semanal. 
• Aparición de medallas virtuales para motivar a los menores a seguir 
realizando buenos hábitos saludables. 
 
 
2.2. Mockups 
 
Una vez definidas las funcionalidades del proyecto descritas en el apartado 
anterior, éstas se han de representar visualmente en la aplicación mediante 
Mockups. Un Mockup se define como una representación realista del diseño de 
un producto. El resultado final puede ser exactamente igual o una variación de 
este. 
 
En el caso de aplicaciones móviles, los Mockups se utilizan como una maqueta 
de las diferentes pantallas para la evaluación del diseño. 
 
Una vez diseñados, se mostraron al personal sanitario del departamento de 
pediatría del Centro de Atención Primaria en Sant Boi de Llobregat,  para que 
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ellos pudiesen evaluar las funcionalidades y el diseño según los datos requeridos 
de sus pacientes. 
 
A continuación, se mostrarán las maquetas de cada una las pantallas: 
 
 
2.2.1. Autenticación 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Fig. 2.1 Pantalla de Login 
 
 
 
Fig. 2.2 Pantalla de Registro 
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2.2.2. Menú lateral y sus opciones 
 
 
 
 
Fig. 2.3 Pantalla menú lateral 
 
 
 
Fig. 2.4 Pantalla añadir familiar 
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Fig. 2.5 Pantalla recomendaciones 
 
 
 
 
Fig. 2.6 Pantalla encuesta 
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2.2.3. Valores alimenticios y de actividad física 
 
 
 
 
Fig. 2.7 Pantalla para ver los valores de alimentación 
 
 
 
 
Fig. 2.8 Pantalla añadir nueva alimentación 
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Fig. 2.9 Pantalla para ver los valores de actividades físicas 
 
 
 
 
Fig. 2.10 Pantalla añadir nueva actividad física 
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CAPÍTULO 3.  ARQUITECTURA Y DISEÑO 
 
En el el siguiente capítulo se describirá detalladamente la arquitectura y el diseño 
utilizado y cada uno de sus componentes junto con  el modelo de datos utilizado.  
 
 
 
 
Fig. 3.1 Arquitectura utilizada 
 
 
3.1. Centro de Atención Primaria (CAP)  
 
En esta arquitectura la entidad CAP se centra en el personal sanitario del 
departamento de pediatría, formados por las enfermeras/os y los pediatras del 
centro. 
 
El pediatra es el profesional que tiene la facultad de tomar la decisión del 
paciente desde el punto de vista del tratamiento y el diagnóstico. Mientras que 
la enfermera, se encarga de ejecutar las medidas que el pediatra considera 
oportunas, ya sea desde el punto de vista de tratamiento, como del control del 
paciente. 
 
Tal y como se ha comentado anteriormente en el documento, las enfermeras 
serán las encargadas de hacer un control sobre la evolución de la obesidad del 
menor. Este control lo podrán hacer mediante un servicio Web ya implementado 
(consola de Aaaida), con el que podrán consultar todos los valores de los hábitos 
saludables de cada uno de sus pacientes añadidos por los tutores legales desde 
la aplicación móvil.  
 
Además, a través de esta consola, van a poder añadir las modificaciones de los 
hábitos que ellos crean convenientes, a través de  la creación de encuestas que 
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podrán ser contestadas desde la aplicación, proporcionándoles, una herramienta 
online de monitorización. 
 
 
3.2. Ecosistema de Aaaida 
 
Aaaida es un proyecto desarrollado por Alteraid[8], una spin-off fundada por 
profesores de la Escuela de Ingeniería de Telecomunicaciones y Aeroespacial 
de Castelldefels (EETAC). 
 
El objetivo principal de Aaaida es proporcionar un canal de comunicación 
mediante tecnologías IoT entre usuarios y el personal sanitario, ofreciendo varias 
herramientas telemáticas para mejorar la calidad de vida de las personas. 
 
Aaaida ofrece a sus usuarios un Software as a Service (SaS) para que estos 
puedan monitorizar la salud de familiares y de pacientes (en el caso de que el 
usuario sea personal sanitario). Este servicio permite a los usuarios la 
configuración de alarmas para el seguimiento de un tratamiento concreto, y la 
posibilidad de añadir varios parámetros que se deseen controlar, como por 
ejemplo: actividades físicas, descanso, alimentación… etc.  
 
Todos estos datos pueden ser escogidos mediante criterios flexibles de 
evaluación permitiendo un análisis de su evolución. 
 
 
3.2.1. Modelo de datos de Aaaida 
 
El modelo de datos utilizado esta formado por las siguientes entidades: 
 
 
 
 
Fig. 3.2 Modelo de datos de Aaaida 
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• Usuarios: Es la entidad que identifica al personal que utiliza la aplicación.  
 
Puede haber varios tipos de usuarios: 
 
o Todo aquel personal sanitario que quiera monitorizar el estado de 
sus pacientes y cada uno de sus valores médicos. 
o Padres o tutores legales que tengan como objetivo controlar los 
hábitos saludables del menor. 
o Personas que necesiten una herramienta de adherencia del 
tratamiento que están siguiendo. 
 
• Vínculos: Se refiere a las personas de las que se necesitan medir y 
controlar cada una de las magnitudes asociadas a ellos. 
• Medidas:  Es la magnitud del vinculo que se desea evaluar. Permitiendo 
controlar y estudiar los valores asociados a estas medidas. 
• Valores: Son las variables de las medidas realizadas en diferentes 
momentos. 
 
En la Fig. 3.2 se observa el funcionamiento de Aaaida, donde un usuario puede 
tener varios vínculos asociados que pueden ser propios, en el caso de que sean 
generados por el usuario, o bien compartidos, suponiendo que han sido 
generados por otros usuarios. Cada uno de estos vínculos puede tener 
asignados varias medidas, y  cada una de ellas, puede tener múltiples valores 
utilizados para su control y evolución. 
 
 
3.2.2. Modelo de datos adicional 
 
A parte del modelo de datos descrito anteriormente, ha sido necesario 
implementar dos modelos de datos adicionales para poder cumplir las 
necesidades y objetivos de la aplicación. 
 
 
3.2.2.1. Modelo de datos de las encuestas 
 
Como se puede ver en la Fig. 3.3 el modelo de datos de las encuestas se utiliza 
para poder asociar a cada uno de los pacientes, la encuesta realizada por la 
enfermera con los hábitos saludables a corregir (Marc y Laura en este caso).  
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Fig. 3.3 Modelo de datos de las encuestas 
 
 
• Encuestas: Entidad con las modificaciones asociadas a cada menor 
implicado, a través preguntas personales realizadas por las enfermeras.  
• Respuestas: Todas aquellas respuestas de las preguntas que forman 
parte de la encuesta. Estas son respondidas por los tutores legales del 
menor y estudiadas posteriormente por el personal sanitario. 
 
De esta manera, se permite una relación entre usuarios y vínculos a través de 
las encuestas realizadas por las enfermeras. 
 
 
3.2.2.2. Modelo de datos de las recomendaciones 
 
En la Fig. 3.4 se describe un ejemplo conceptual del modelo de datos de las 
recomendaciones. 
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Fig. 3.4 Modelo de datos de recomendaciones de hábitos saludables 
 
 
En este caso, éstas también serian creadas por el personal sanitario, pero, a 
diferencia de las encuestas descritas en el apartado anterior, al ser genéricas 
son aplicables para todos los pacientes. 
 
De esta manera, se les permite a los usuarios poder consultarlas a través de la 
aplicación siempre y cuando lo necesiten. 
 
 
3.3. Consola de Aaaida 
 
La consola de Aaaida es una aplicación web que permite añadir nuevos modelos 
de datos mediante la implementación de plugins. Como se pude ver en la Fig. 
3.1, ésta está conectada directamente con el ecosistema de Aaaida, permitiendo 
acceder a sus datos y añadir, en el caso de que sea necesario, nuevos modelos 
de datos. De esta manera, se proporciona una herramienta muy cómoda para la 
administración y diseño de estos modelos de datos. 
 
A través de este servicio web, las enfermeras tendrán la posibilidad de añadir 
encuestas y recomendaciones asociándolas a cada uno de sus pacientes. 
Además, se podrán consultar visualmente (mediante gráficas) las respuestas 
ponderadas porcentualmente de cada una de las encuestas. 
 
A continuación, se mostrará el diseño que permita realizar las acciones 
comentadas anteriormente. 
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3.3.1. Creación y visualización de los datos de las encuestas 
 
La consola de Aaaida está organizada tal y como se puede ver en la siguiente 
figura: 
 
 
 
 
Fig. 3.5 Listado de encuestas creadas 
 
 
Ésta consola esta organizada por: 
 
• Un menú lateral a la izquierda de la pantalla formado por los modelos 
organizados por diferentes secciones, proporcionando una navegabilidad 
cómoda e intuitiva entre los datos que forman parte de este ecosistema. 
• La posibilidad de consultar todos los datos relacionados con el modelo 
seleccionado visualizándolos en la pantalla. 
 
Como se puede ver en la Fig. 3.5, se le proporciona al usuario la lista de 
encuestas que se han creado, ya que, en el menú lateral está seleccionada ésa 
sección. Además de visualizarlas, pueden: añadir, borrar, modificar y filtrar cada 
una de ellas. 
 
A continuación, se detallará de qué manera se le permite al usuario realizar cada 
una de estas funcionalidades: 
 
 
3.3.1.1. Crear nueva encuesta 
 
Una vez el usuario seleccione el botón de nuevo para crear una nueva encuesta, 
se le mostrará el siguiente formulario: 
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Fig. 3.6 Formulario para añadir una encuesta 
 
 
A través de este formulario, el usuario podrá añadir una nueva completando los 
siguientes campos: 
 
• Name: Nombre la encuesta a crear. 
 
• Question: Lista de preguntas que forman parte de la encuesta, mediante 
los campos: 
o Sentence: Pregunta a realizar. 
o ResponseType: Tipo de respuesta a la pregunta descrita en el 
campo sentence, como por ejemplo:  
§ Yes/No: Si las respuestas a esa pregunta son afirmaciones 
o negaciones (Sí, No). 
§ Time Spent : Si las respuestas han de ser periodos de 
tiempo (5-10 minutos, 15-20 minutos…etc) 
§ Hours: Si han de ser per unidades de tiempo (<8h, 8-
10h…etc) 
 
• SurveyRespondents: Lista de pacientes a los que se le asocia la encuesta 
creada. 
 
Cabe resaltar que los usuarios podrán añadir más de un  elemento, tanto de 
preguntas como de pacientes, clicando en el botón Add de los campos question 
y surveyRespondents. 
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3.3.1.2. Visualización de las respuestas 
 
La visualización de las respuestas puede ser mediante dos tipos de formatos: 
 
A través de un formato de tabla, dónde consultar las encuestas contestadas. 
 
 
 
 
Fig. 3.7 Tabla con la lista de respuestas 
 
 
Pudiendo ver con detalle cada una de ellas: 
 
 
 
Fig. 3.8 Detalle de las respuestas a una encuesta 
 
 
O bien, a través de datos estadísticos, permitiendo seleccionar la encuesta y las 
preguntas de las que se desean ver los datos: 
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Fig. 3.9 Datos estadísticos de las respuestas de cada encuesta 
 
 
3.3.2. Creación y visualización de las recomendaciones 
 
A parte de la creación y visualización de las encuestas, también se le permite a 
los usuarios la creación, modificación y visualización de las recomendaciones. 
Éstas, a diferencia de las encuestas, son genéricas y aplicables a cualquier 
usuario, por lo que no es necesario asociarlas a ningún paciente. 
 
Siguiendo la estructura del apartado anterior, se describirá en detalle cómo un 
usuario puede administrar las recomendaciones a través de la consola. 
 
 
3.3.2.1. Crear y visualizar las categorías de las recomendaciones 
 
Cabe resaltar que las recomendaciones están organizadas por categorías, por 
lo que, el usuario tendrá que añadir cada una de las categorías de manera 
individual para poder después asociarlas a una recomendación. 
 
 
 
 
Fig. 3.10 Formulario para la creación de  categorías 
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En este caso, para poder añadir recomendaciones, el usuario tendría que 
acceder a la sección Ehabits y seleccionar el modelo RecommendationCategory.  
 
Podrá añadir categorías a través del este modelo, rellenando el formulario 
mostrado en la Fig. 3.10. En él, sólo tendrá que escribir el nombre de la categoría 
a crear.  
De la misma manera que en el caso de las encuestas, podrá consultar, modificar  
y eliminar las categorías creadas. 
 
 
 
 
Fig. 3.11 Lista de categorías añadidas 
 
 
3.3.2.2. Crear y visualizar cada una de las recomendaciones 
 
Como ya hemos comentado anteriormente, al crear las recomendaciones el 
usuario sólo tendrá que asociarla a alguna de las categorías creadas.  
 
 
 
 
Fig. 3.12 Formulario para añadir recomendación 
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Para ello, el usuario tendrá que acceder a la misma sección (Ehabits)  pero 
seleccionar el otro modelo (Recommendation) donde se organiza toda la 
información de las recomendaciones. 
 
El usuario tendrá que rellenar el formulario mostrado en la Fig. 3.12, poniendo 
la categoría en el campo Category y describir la recomendación a través del 
campo Description. Además, tal y como se ha visto en los modelos anteriores, 
podrá consultar y modificar las recomendaciones creadas siempre cuando se 
necesite: 
 
 
 
 
Fig. 3.13 Lista de recomendaciones añadidas 
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CAPÍTULO 4.  IMPLEMENTACIÓN 
 
En este capítulo se presentará el servicio de Aaaida utilizado para la creación de 
este proyecto, resaltando cada una de las aportaciones que se han tenido que 
realizar en este servicio, para así poder cumplir con los objetivos principales del 
proyecto. 
 
Además, se explicará en detalle cada una de las implementaciones necesarias 
junto con las tecnologías y entidades de desarrollo utilizadas.  
 
 
4.1. Servicio de Aaaida 
 
Para la implementación de este proyecto se ha utilizado el servicio de Aaaida 
previamente implementado por Alteraid. 
 
 
 
 
Fig. 4.1 Arquitectura servicio de Aaaida 
 
 
Este servicio utiliza las tecnologías mostradas  en la Fig. 4.1 que  utilizan 
JavaScript en cada una de las partes que lo componen: Frontend, Backend y 
base de datos (end-to-end), conocido como stack MEAN (MongoDB-Express-
AngularJS-Node.js) 
 
 
4.1.1. Stack MEAN 
 
El llamado stack MEAN es el desarrollo end-to-end basado en  Javascript en 
cada una de sus partes, de esta manera, se permite desarrollar todo lo necesario 
sobre la infraestructura de JavaScript tal y como se puede ver en la Fig. 4.2.  
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Fig. 4.2 Diagrama MEAN 
 
 
El hecho de que se utilice un mismo lenguaje de programación (JavaScript) para 
cada una de las tecnologías, permite que una persona pueda manejarse en 
cualquier ámbito, manteniendo una colaboración continua en los proyectos a 
desarrollar. 
 
 
4.1.2. API REST 
 
Una API Rest es una librería de funciones a la que se accede mediante el 
protocolo http, es decir,  a través de direcciones web o URLs en las que se envían 
las consultas necesarias para acceder a la información que hay en la base de 
datos. Como respuesta a la consulta, se obtienen diferentes formatos que 
pueden ser textos planos, objetos JSON, entre otros. 
 
Esta API esta formada por los siguientes componentes y tecnologías: 
 
 
4.1.2.1. MongoDB 
 
Mongo[9] es una base de datos no relacional (NoSQL) de código abierto que 
guarda cada uno de los datos en documentos JSON 3( JavaScript Object 
Notation) de forma binaria para que la integración sea más rápida. De esta 
manera, se pueden ejecutar operaciones en JavaScript a través de su consola 
sin necesidad de hacer consultas SQL. 
 
Actualmente los tipos de información que suelen requerir las aplicaciones web, 
requieren una mayor flexibilidad, menos coherencia y mayor escalabilidad, es 
por esto que las bases de datos no relacionales como Mongo son las más 
utilizadas hoy en día.  
 
                                            
3 Documentos JSON: permiten representar estructuras de datos complejas en forma de código 
a través de Javascript. 
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Además, MongoDB suele elegirse para proyectos con sistemas de grandes 
volúmenes y set de datos  (BigData). El esquema dinámico que proporciona y su 
estructura orientada a objetos, lo convierten en una buena opción para el análisis 
en tiempo real. 
 
 
4.1.2.2. Node.js 
 
Node.js[10] es un framework en JavaScript que utiliza el motor de Google 
denominado V8 y proporciona las funcionalidades core de una aplicación, 
mediante una arquitectura orientada a eventos asíncronos (APIs no-
bloqueantes) que le permiten un gran rendimiento y escalabilidad. 
 
Aunque se puede utilizar para crear cualquier tipo de lógica de aplicación, el 
hecho de que disponga de un módulo para poder actuar como servidor web, 
hace que sea  unos de lo más utilizados en el desarrollo de aplicaciones web. 
 
 
4.1.2.3. Express 
 
Express[11] es un framework en JavaScript para Node.js que permite crear 
servidores web y recibir peticiones http, de manera sencilla y eficiente. 
  
El objetivo principal de Express, es el de ofrecer soporte en diferentes 
necesidades, tales como: gestión de peticiones y respuestas, cabeceras…etc. 
 
 
4.1.3. Consola de Aaaida 
 
Como ya se ha explicado anteriormente, la consola de Aaaida es una plataforma 
web desarrollada por Alteraid que permite administrar y controlar toda aquella 
información relacionada con el ecosistema de Aaaida.  
 
Este panel de administración ha sido implementado utilizando las siguientes 
tecnologías: 
 
 
4.1.3.1. AngularJS 
 
AngularJs[12] es un framework mantenido por Google con JavaScript para la 
parte de cliente o frontend en una aplicación web. Este utiliza el patrón de diseño 
MVC 4(Modelo-Vista-Controlador) permitiendo crear  SPAs5 (Single-Page 
Applications).  
 
                                            
4 El modelo-vista-controlador (MVC) es un patrón de arquitectura de software que separa los 
datos y la lógica de una interfaz de usuario y el módulo encargado de gestionar cada uno de sus 
eventos y comunicaciones. 
5 Un Single-page Application (SPA) es una aplicación web que cabe en una sola página con el 
objetivo de proporcionar una experiencia fluida a los usuarios. 
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El hecho de  que una aplicación web quepa en una sola página, proporcionando 
una experiencia fluida a cada uno de los usuarios, y, de que, el patrón de 
arquitectura separe datos y lógica, permite el desarrollo este tipo de aplicaciones 
de una manera más flexible, convirtiéndose en una de las tecnologías más 
utilizadas. 
 
 
4.1.3.2. Web 3.0 
 
Web 3.0[13] es una web con la que interactuar para conseguir resultados, 
permitiendo compartir información por cada persona de forma inteligible y 
diseñada de manera eficiente con tiempos de respuesta optimizados.  
 
Este tipo de web facilita la accesibilidad de las personas a la información sin 
depender de qué tipo de dispositivo se use.  
 
 
4.2. Implementación de los modelos de datos adicionales 
 
Una vez estudiado el modelo de datos del ecosistema de Aaaida y las 
necesidades de la aplicación a desarrollar, se diseñaron los modelos adicionales 
que el ecosistema necesitaría para cumplir con los objetivos del cliente. Para 
ello, ha sido necesario implementar dos plugins adicionales  (Ehabits y Survey).  
 
 
4.2.1. Creación de los plugins 
 
Para el desarrollo de cada uno de los plugins se ha utilizado el framework 
llamado route-injector desarrollado por Alteraid y Ondho[14].  
 
El objetivo principal de este framework es el de generar, de manera automática: 
los métodos http CRUD de la API REST (GET, PUT, POST,DELETE) y una 
backoffice, mediante modelos previamente definidos.  
 
Estos plugins son  funcionalidades extendidas de route-injector a través de una 
librería que forma parte del proyecto principal (backend de aaaida).  
 
Al crear un plugin se tiene que tener en cuenta el esqueleto principal:  
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Fig. 4.3 Esqueleto principal de un plugin 
 
 
Una vez creado el directorio mostrado en la Fig. 4.3 se tienen que crear y 
configurar cada uno de los ficheros que lo componen. 
 
 
4.2.1.1. Creación del fichero package.json  
 
Como se ha comentado anteriormente, los plugins se crean como un paquete 
externo que se adjunta al proyecto principal. En este fichero, se describe toda la 
información necesaria del paquete. 
 
Para los dos plugins el fichero packaje.json es similar al siguiente: 
 
 
 
 
Fig. 4.4 Fichero package.json 
 
 
Primero se describe el nombre del paquete o directorio que se añadirá de manera 
automática en la carpeta de plugins del proyecto principal. Survey-plugin en el 
caso del plugin de la encuesta y Ehabits-plugin en el caso del de las 
recomendaciones y los premios que se le proporcionan a los menores.  Además, 
se suele indicar el número de versión que  varia según las nuevas 
funcionalidades, de esta manera, se tiene un control sobre las versiones. 
 
A parte de la información descriptiva comentada anteriormente, también se debe 
indicar cada una de las dependencias que éste utiliza, como se puede ver en la 
etiqueta dependencies. 
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4.2.1.2. Creación del fichero plugin.json 
 
En este fichero se indica el nombre del plugin y el directorio donde se encuentran 
las rutas estáticas.  
 
Las rutas estáticas son URLs definidas que permiten acceder a información 
concreta de la base de datos, a diferencia del CRUD,  que se generan de manera 
automática, estás se  deben definir en la carpeta routes del plugin. Estas rutas  
se deben de implementar siempre y cuando las peticiones http generadas 
automáticamente por route-injector no proporcionen la información deseada. 
 
En el caso del plugin de las encuestas era necesario crear una ruta estática para 
hacer los cálculos estadísticos de las respuestas de cada una de las encuestas. 
 
 
 
 
Fig. 4.5 Fichero plugin.json 
 
 
4.2.1.3. Creación del fichero index.json 
 
En el siguiente fichero se configuran las funciones iniciales del plugin una vez 
este ha cargado. 
 
 
 
 
Fig. 4.6 Fichero index.js 
 
 
4.2.1.4. Creación de los modelos 
 
Los modelos implementan los datos del plugin. Cada modelo representa una 
entidad en el sistema y en la base de datos.  
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Fig. 4.7 Modelos plugin Survey 
 
  
En el caso del plugin de encuestas las dos entidades representativas en la base 
de datos son: Response y Survey, tal y como indica la Fig. 4.7.  
 
En cambio, en el plugin de Ehabits los modelos que lo forman son: 
 
 
 
 
Fig. 4.8 Modelos plugin Ehabits 
 
 
Los modelos en route-injector son una mezcla entre esquemas JSON y 
Mongoose (MongoDB + Node.js). Éstos almacenan los diferentes campos de la 
entidad a crear y la lógica acoplada a ellos.  
 
Para cada uno de los modelos, se han de crear diferentes ficheros dependiendo 
de la complejidad necesaria del modelo de datos. En el caso del modelo de 
Survey, que forma parte del plugin de la encuesta, se han definido los siguientes 
ficheros: 
 
 
 
 
Fig. 4.9 Ficheros creados del modelo Survey 
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• Index.js  
 
 
 
 
Fig. 4.10 Fichero index.js 
 
 
En index.js se define el nombre del esquema de mongoose. 
 
 
• Schema.js :  
 
El esquema se ha definido de la siguiente manera: 
 
 
 
          
 Fig. 4.11 Fichero schema.js del modelo survey 
  
  
Este es el fichero principal que define el modelo. Representa su esquema 
con la lista de campos y tipos (String, Number, Date…). 
 
A continuación se explicarán cada uno de los campos con sus tipos, 
atributos y referencias: 
 
o Name:  Se refiere al nombre de la encuesta. Se ha definido como 
un campo de texto (String), con un atributo adicional 
(required:true), que cambia su comportamiento y hace que este 
campo sea obligatorio en el momento de crear uno nuevo. 
 
o  Question: Define la lista (array) de las preguntas que forman parte 
de la encuesta. En este caso, se ha definido como un campo que 
tiene un subesquema asociado llamado questionSquema, como el 
siguiente: 
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Fig. 4.12 Subesquema questionSchema.js 
 
 
Este sub esquema esta formado por los siguientes campos: 
 
§ Sentence: Campo que define la pregunta como texto plano. 
 
§ responseType: Campo que define el tipo de respuesta a la 
pregunta creada como un grupo de opciones (enum): SI/NO 
, tiempo dedicado , horas… definido en un fichero externo 
resposeTypes.js. 
 
 
 
 
Fig. 4.13 Fichero responseType.js 
 
 
o SurveyRespondents: Este campo se refiere a la lista de pacientes 
(Bonds como modelo) a los que se asocia esta encuesta. 
 
Se ha definido como una referencia al modelo Bond ya existente 
de Aaaida mediante la etiqueta ref. 
 
Además, se utiliza la etiqueta denormalize mediante la cual mongo 
consulta por los datos indicados en esta etiqueta adjuntándolos al 
campo JSON.  
 
Esto se conoce como denormalización mediante la cual no es 
necesario acceder al modelo referenciado ya que aparece en el 
propio campo del modelo. Como se puede ver a continuación: 
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Fig. 4.14 Campo SurveyRespondents del modelo Survey 
 
 
Como se puede ver en la Fig. 4.14,  al hacer un GET del modelo  
Survey se obtiene en el campo surveyRespondents (donde se 
referencia el modelo Bond), la información de los campos que han 
sido denormalizados (en este caso el nombre del Bond), sin 
necesidad de hacer ninguna petición extra. 
 
Una vez definido el fichero schema.js, quedará un documento JSON como 
el siguiente: 
 
 
 
 
Fig. 4.15 Documento JSON de una de las encuestas almacenadas 
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• Injector.js 
 
 
 
 
Fig. 4.16 Fichero injector.js 
  
 
En injector.js se configura todo lo relacionado con las peticiones http del 
modelo y de qué manera se van a visualizar los campos del modelo en la 
consola de Aaaida (backend): 
 
o Id: campo del esquema creado que tendrá la funcionalidad de 
identificador único del modelo. 
 
o Path: Se define el path del endpoint del modelo en concreto y así,  
poder consultar un único documento mediante peticiones http a la 
API. 
 
o Plural: Indica el plural del endpoint del modelo para consultar más 
de un documento del modelo en la base de datos. 
 
o Section: Se indica la sección del menú lateral de la consola de la 
que formará parte ese modelo. 
 
o DisplayField y extraDisplayField: Indica los campos del modelo que 
aparecerán en la tabla de contenido que proporciona la consola.  
 
Según la configuración de los campos Section, DisplayField y 
extraDisplayField, el modelo encuesta se visualiza de la siguiente manera: 
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Fig. 4.17 Visualización del modelo encuesta según la configuración 
realizada 
 
 
Los modelos Survey y Response forman parte de la sección Survey ( 
marcada en rojo), tal y como se ha indicado en el campo section. Además,  
en la tabla de contenido, aparece la columna con el campo name del 
modelo encuesta, definida en el campo displayField. 
 
En el caso de que fuese necesario mostrar más campos de la encuesta 
en la tabla de contenido, se tendrían que definir en el campo 
extraDisplayField. 
 
 
o Get,post,put,delete,search: Al definir estos campos estamos 
indicando a route-injector las peticiones http de cada uno de los 
endpoints del modelo.  
 
En este caso, se genera el propio CRUD con la posibilidad de 
buscar en una colección mediante peticiones “POST /plural” 
(queries), siguiendo el siguiente esquema en el cuerpo de la 
petición: 
 
 
 
 
Fig. 4.18 Esquema para realizar queries de un modelo 
 
 
4.2.1.5. Creación de rutas  
 
En el caso de que fuese necesario obtener información más concreta sobre el 
modelo de datos, se deberían de definir cada una de esas rutas en la carpeta 
routes del plugin. 
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Fig. 4.19 Carpeta de rutas del plugin de encuestas 
 
 
En ésta carpeta, se crea el fichero con el nombre del modelo del cual se necesita 
la información, en este caso, el modelo Response (response.js) donde se define 
la ruta: 
 
 
 
 
Fig. 4.20 Ruta definida en response.js 
 
 
Se define el endpoint “/stats/survey/:idSurvey”,  mediante el cual se calculan los 
datos estadísticos de las respuestas de cada una de las  encuestas. Estos datos 
se podrán obtener realizando una petición http GET ya que se define como tal 
en este fichero mediante router.get(). 
 
En el siguiente apartado se explicará en detalle como se han implementado cada 
uno de los cálculos que permitan devolver estos datos estadísticos. 
 
 
4.2.2. MapReduce 
 
Para poder calcular estos datos estadísticos sobre una grande colección como 
son las respuestas de las encuestas, se utiliza Map-reduce. 
 
Map-reduce es un procesador de datos que reduce grandes volúmenes  de 
datos,  definidos como BigData, en resultados agregados. Para este tipo de 
operaciones, MongoDB proporciona el comando mapReduce. 
 
Teniendo en cuenta la siguiente operación de map-reduce: 
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Fig. 4.21 Funciones de map-reduce 
 
 
MongoDB divide las operaciones en varias funciones : 
 
Primero aplica la fase map  a cada documento que ha cumplido las condiciones 
de la query. Esta función emite objetos JSON con estilo clave-valor. Para todas 
esas claves que tienen múltiples valores, mongo aplica la fase de reduce, que  
“reduce” esos valores a un único objeto asociado a su clave. Opcionalmente y 
en el caso de que sea necesario, el output de la función reduce puede pasar por 
una última fase para poder procesar aun más el resultado de la agregación. 
 
Todas las funciones de map-reduce en MongoDB son JavaScript y funcionan a 
través del proceso mongod. Estas funciones obtienen los documentos de una 
colección como inputs, a las que se les puede realizar limitaciones o 
ordenaciones antes de empezar con el primer estado (map). La función 
mapReduce puede devolver los resultados de las operaciones como 
documentos o llegarlos a escribir en las colecciones. 
 
 
4.2.2.1. Map-Reduce de la colección de respuestas 
 
Para poder realizar los cálculos estadísticos de las encuestas se utilizaron las 
siguientes operaciones de map-reduce: 
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Fig. 4.22 Fase map 
 
 
En esta primera fase, se obtienen los documentos de la colección Respuesta 
que cumplen las condiciones de la query definida en la función de mongo 
mapReducer.query. 
 
Una vez obtenidos los documentos, con la función mapReducer.map se emite el 
texto de la pregunta y la lista de respuestas mapeándolos a objetos clave-valor. 
 
 
 
 
Fig. 4.23 Objetos emitidos una vez realizada  la función de map 
 
 
Al emitir estos objetos, son reducidos mediante la función mapReduce.reduce 
para poder obtener el número de respuestas de cada una de las preguntas. 
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Fig. 4.24 Función reduce 
 
Esta fase devuelve los siguientes objetos: 
 
 
 
 
Fig. 4.25 Objetos obtenidos una vez realizada la función de reduce 
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Para finalizar, los objetos obtenidos se pasan por una última fase para procesar 
el porcentaje de respuestas. 
 
 
 
 
Fig. 4.26 Función mapReduce 
 
Obteniéndose el siguiente output final: 
 
 
 
 
Fig. 4.27 Output final del map-reduce 
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4.3. Implementación de las gráficas en la consola de Aaaida 
 
Con tal de permitir al usuario  poder visualizar las gráficas estadísticas de las 
respuestas de las encuestas, se han realizado varias configuraciones en el 
proyecto principal de Aaaida. 
 
Lo primero que se ha tenido que definir ha sido el template con una la plantilla 
html necesaria para poder visualizarla de la manera mostrada en la Fig. 3.9. Esta 
plantilla ha sido desarrollada utilizando la librería AngularJS con angular-
chart[15] para el diseño de cada una de las gráficas.  
 
Para añadir esta pagina al backoffice de Aaaida, se ha tenido que crear un 
directorio en la carpeta de pages con el template, controlador y todos los 
componentes necesarios. 
 
 
 
 
Fig. 4.28 Carpeta de pages una vez añadido el directorio de las encuestas 
 
 
En este directorio pages, se encuentran definidos cada uno de los templates 
externos que se añadirán a la backoffice. En este caso, ha sido necesario añadir 
el de statsSurveys que esta formado por:  el template index.html ( con la plantilla 
de las gráficas) y  su controlador controllers.js  
 
En el controlador se realiza la petición a la ruta estática creada en el modelo de 
encuestas, y así poder rellenar los $scope de la plantilla para mostrar la 
información necesaria al usuario. Además, se han instalado las dependencias 
(bower y css) indicadas en el fichero bower.json. 
 
Para finalizar con esta configuración, se define en qué parte de la consola de 
Aaaida se podrán visualizar las gráficas y a qué controlador está asociado el 
template definido. Para ello, se crea el siguiente fichero index.js: 
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Fig. 4.29 Configuración del fichero index.js 
 
 
4.4. Ehabits 
 
La aplicación de Ehabits ha sido desarrollada como una aplicación iOS utilizando 
Swift 2 como lenguaje de programación. 
 
A continuación se explicarán en detalle cada una de las implementaciones 
realizadas y el lenguaje de programación utilizado. 
 
 
4.4.1. Swift 2.0 
 
Swift[16] es el nuevo lenguaje para programar aplicaciones en iOS. Antes de 
Swift, se utilizada Objecive-c como lenguaje insignia de Apple. Objective-C aún 
se sigue utilizando, aunque Swift esta siendo cada vez más común y utilizado 
por los desarrolladores. 
 
Éste se ha desarrollado como lenguaje de programación que utiliza las mejores 
características de C y Objective-C. Además, ha lanzado una zona de pruebas 
llamada  PlayGround, que cuenta con la posibilidad de codificación y que permite 
realizar pruebas de una manera más cómoda y sencilla invirtiendo mucho menos 
tiempo. 
 
Una de las ventajas de Swift respecto a sus antecesores, es que es mucho más 
rápido y que soporta: patrones de configuración, métodos, extensiones o 
protocolos, permitiendo una iteración concisa. 
 
En cuanto a potencia y rendimiento, Swift se sitúa por delante de Objective-C. 
Objective-C convierte a binario el código y en ese proceso es donde radica la 
mayor potencia del lenguaje, en cambio, Swift está mayor optimizado y cuenta 
con un menor número de capas, ya que, el lenguaje se acerca mucho mas al 
hardware. 
 
Una de las características más importantes de este lenguaje, es la capacidad de 
alertar al desarrollador en el caso de que haya un error grave de estructura o de 
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requisitos durante el tiempo de compilación, asegurando una estructura del 
código robusta. 
 
A continuación se podrá observar una parte de código en en Objective-C y en 
Swift para así poder ver las principales diferencias: 
 
 
 
 
Fig. 4.30 Código de ejemplo en Objective-C y en Swift 
 
 
Objective-C tiene una forma de programar más intuitiva, mientras que Swift, es 
un lenguaje con una sintaxis más compleja, menos sintáctico e incluso más 
estricto al estilo script. Aun y así, Swift es un lenguaje mucho más rápido, que 
permite programar aplicaciones de una manera más cómoda y eficiente. 
 
 
4.4.2. Recursos utilizados por la aplicación 
 
A continuación se mostrará en una tabla todos aquellos recursos  de la API de 
Aaaida que la aplicación ha necesitado consumir para poder mostrar y añadir los 
datos necesarios a el ecosistema de Aaaida. 
 
• Autenticación 
 
 
Tabla 4.1 Recursos de autenticación 
 
Login Registro 
POST /login/token POST /user 
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• Familiares 
 
Tabla 4.2 Recursos para añadir y obtener familiares 
 
Añadir familiar Obtener familiares 
POST /bond POST /bonds 
 
 
• Obtener medidas de alimentación y actividad física 
 
Tabla 4.3 Recurso para obtener las medidas 
 
Obtener medidas 
POST /measures 
 
 
• Valores de alimentación y actividad física 
 
 
Tabla 4.4 Recursos de valores de alimentación y actividad física 
 
Añadir 
Valor 
Obtener 
Valor 
Subir Imagen Obtener Imagen 
POST 
/value 
POST 
/values 
PUT 
/value/:valueId/image_value 
GET 
/value/image/:imageName/300x 
 
 
• Encuestas 
 
Tabla 4.5 Recursos de encuestas 
 
Obtener Encuesta Añadir Respuesta 
POST /surveys POST /response 
 
 
• Premios 
 
 
Tabla 4.6 Recursos de los premios 
Obtener categorías Añadir Premios Obtener Premios 
GET /rewardCategories POST /reward POST/rewards 
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• Recomendaciones 
 
 
Tabla 4.7 Recursos Recomendaciones 
 
Obtener Categorías Obtener Recomendaciones 
GET /recommendationCategories GET /recommendations 
 
 
 
4.4.3. Alamofire  
 
Para la implementación de conexiones http desde la aplicación se ha utilizado la 
librería llamada Alamofire[17]. 
 
Apple proporciona la clase NSURLSession para descargar contenido via htttp 
pero es un tipo de implementación más compleja y extensa. En cambio, con 
Alamofire, se puede acceder a los datos con poco esfuerzo y generando un 
código mucho mas limpio y entendible. 
 
A continuación, se visualizarán dos peticiones POST, una realizada con 
NSURLSession y otra, con la librería Alamofire: 
 
 
 
 
Fig. 4.31 Petición  POST con NSURLSession 
Para hacer una petición con la clase NSURLSession hay que definir todos y cada 
uno de los pasos. Desde el inicio de la sesión hasta el final de esta. En cambio, 
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con Alamofire se puede llegar a hacer lo mismo sin necesidad de realizar tantos 
pasos.  
 
Para poder verlo con claridad se pondrá una de las peticiones POST que se han 
implementado en la aplicación: 
 
 
 
 
Fig. 4.32 Petición POST de un Bond con Alamofire 
 
 
Utilizando Alamofire solo es necesaria la definición de la petición con 
Alamofire.request() pasando por parámetro la url, el tipo de petición (POST), los 
parámetros (en este caso los campos del bond que se quiere añadir) y las 
cabeceras. En cuanto al formato de respuesta, también se tiene que indicar de 
qué tipo es ( en el caso de la API utilizada lo que se devuelve son objetos JSON), 
es por eso que, se define como: .responseJSON. 
 
Alamofire hace peticiones asíncronas. Por lo que la petición finalizará cuando 
entre en dispatch_async(dispatch_get_main_queue(),  y ahí es donde se tiene 
que definir completionHandler para poder retornar la respuesta obtenida del 
servidor. 
 
Para la instalación de librerías externas como la de Alamofire se ha utilizado el 
gerente de dependencias cocoapods[18]. 
 
 
4.4.4. Librería implementada para las peticiones http 
 
Cada una de las peticiones necesarias en la aplicación se mapean, los objetos 
JSON obtenidos, en clases Swift definidos como los modelos existentes en la 
base de datos. De esta manera, se trabaja con clases Swift directamente en vez 
de con objetos JSON directos, proporcionando una mayor comodidad en el 
desarrollo de la aplicación. 
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Todas estas clases y objetos, se organizan en un mismo bloque (librería) para 
poder ser utilizados en diferentes aplicaciones. De esta manera, la aplicación 
utiliza la librería implementada (donde se encuentran todos los modelos y 
peticiones htttp) para poder consumir y subir los datos al servidor. 
 
A continuación se explicará en detalle qué clases forman parte de la librería: 
 
 
 
 
Fig. 4.33 Librería Ehabits 
 
 
• Modelos: Son las clases Swift que definen las colecciones de la base de 
datos utilizada.  
 
 
 
 
Fig. 4.34 Clase Bond.Swift 
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Para poder mapear de objeto JSON a Swift se ha utilizado la librería 
ObjectMapper[19] que proporciona el método mapping. 
 
• ApiRest.swift: Clase pública donde se definen todas las peticiones http 
necesarias en la aplicación. 
 
 
 
 
Fig. 4.35 ApiRest.swift 
 
 
Habiendo definido de esta manera cada una de las peticiones, desde la 
aplicación se accede a cada una de ellas de la siguiente manera: 
 
 
 
Fig. 4.36 Petición de login desde la aplicación 
 
 
4.4.5. Multipart 
 
Se han utilizado peticiones http multipart para permitir a la aplicación enviar 
imágenes realizadas desde el dispositivo al servidor.  
 
En este caso, se le proporciona al usuario subir una imagen de la comida en el 
momento que añade un valor de alimentación. De esta manera, queda una 
constancia visual de los alimentos engestados por el menor. 
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Para subir las imágenes realizadas por los usuarios, se ha definido un POST 
formado por dos fases: 
 
 
 
 
Fig. 4.37 Petición POST para subir imagen 
 
 
Primero se suben todos los parámetros y campos del modelo Value a crear 
utilizando la siguiente petición: POST al endPoint “/value”. Esta petición devuelve 
el identificador único de mongo del documento creado que se guarda en la 
variable valueAddedId.  
 
Una vez se obtiene este identificador, se genera la petición multipart con los 
datos de la imagen: 
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Fig. 4.38 Creación de la petición url multipart 
 
Para ello, se define el content-type, content-disposition y la constante de 
boundary de la petición, además de adjuntar los datos de la imagen a subir. 
 
Para finalizar, se utiliza Alamofire.upload() pasando por parámetro la url 
convertida a multipart, que genera la petición de POST al endpoint 
“/value/:idValue/image_value” para subir la imagen al servidor.  
 
 
4.4.6. Notificaciones locales 
 
En la aplicación se han implementado notificaciones locales para recordar al 
usuario que conteste la encuesta semanal.Para ello, se han utilizado las 
notificaciones locales que proporciona Apple mediante la clase 
UILocalNotification. Estos objetos especifican las notificaciones que la aplicación 
puede programar en una hora y día específico. 
 
El sistema operativo es el responsable de mostrar las notificaciones en el tiempo 
programado. Este tipo de notificaciones están compuestas de manera local y no 
requieren ningún tipo de conectividad con servidores remotos. 
 
Antes de programar la fecha y el día de la notificación, se debe de registrar la 
utilización de notificaciones en la aplicación. Para ello, es necesario registrarlas 
en el punto de entrada de nuestra aplicación (AppDelegate.Swift). 
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Fig. 4.39 Registrar configuraciones locales en AppDelegate.swift 
 
 
Además, se definen las acciones (a través de las variables reminderAction y 
todoCategory) que se le permiten al usuario una vez lanzada la notificación, tales 
como: recordar en 20 minutos. 
 
Una vez definidas las acciones, se registra la notificación en la aplicación con 
application.registerUserNotificationSettings(). 
 
De esta manera, la primera vez que un usuario entre a la aplicación se le pedirá 
permiso para que ésta pueda acceder a las notificaciones locales del dispositivo. 
Una vez registradas, sólo hace falta programar la fecha y hora de la notificación: 
 
 
 
 
Fig. 4.40 Programar fecha y hora de la notificación 
 
 
Se indica la hora en la que se quiere que salte la notificación además de insertar 
un intervalo de repetición semanal. A parte de la fecha y hora, se le indica el 
cuerpo y título de la notificación. Y finalmente, se programa esta notificación 
mediante UIApplication.sharedApplication().schedueleLocalNotification. 
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4.4.7. Gamificación 
 
En la aplicación también se han utilizado estrategias de gamificación para 
motivar a los niños a seguir realizando buenos hábitos saludables. 
 
La aplicación les premia con una medalla simbólica dependiendo del tiempo que 
hayan dedicado a la actividad física, de la manera que se puede ver en la 
siguiente figura: 
 
 
 
 
Fig. 4.41 Mensaje premiando al menor con una medalla 
 
 
De esta manera, se les anima a seguir unos buenos hábitos saludables mediante 
premios virtuales. No se puede olvidar de que son niños y la parte de la 
motivación es muy importante. 
 
 
4.5. Entorno de desarrollo  
 
A continuación se comentará el IDE  Xcode 7 utilizado para el desarrollo de  la 
aplicación iOS y WebStorm para el de los modelos de datos adicionales  de 
Aaaida. Además, se hablará de el controlador de versiones utilizado Git y de 
Jenkins como entorno de desarrollo usado en el lado del servidor. 
 
 
4.5.1. Reggie 
 
Una vez creado cada uno de los plugins en proyectos separados, éstos se han 
tenido que agregar como paquetes en el proyecto de Aaaida utilizando el 
repositorio de versiones reggie[20], mediante el cual se pueden publicar y 
agregar paquetes de manera sencilla. 
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Para poder agregar cada uno de ellos en el proyecto de Aaaida, se ha utilizado 
el comando “reggie –u publish <url>”  en el directorio package de cada uno de 
los proyectos de los plugins. Una vez integrado, se han tenido que cambiar 
algunas configuraciones del proyecto de Aaaida para que éste reconozca los dos 
plugins publicados. 
 
Primero se definen en el fichero package.json, los dos plugins como 
dependencias, indicando la url donde los paquetes han sido publicados. 
 
 
 
 
Fig. 4.42 Se definen los dos plugins como dependencias 
 
 
Y finalmente, se le indica a route-injector que al cargar el proyecto también lo 
haga para cada uno de los plugins. 
 
 
 
 
Fig. 4.43 Funciones para cargar cada uno de los plugins 
 
 
4.5.2. WebStorm 
 
Para el desarrollo de cada uno de los modelos que forman parte de los plugins, 
se ha utilizado la herramienta WebStorm[21]. 
 
WebStorm es un IDE para JavaScript desarrollado por JetBrains perfectamente 
equipado para el desarrollo, tanto del lado del cliente, como del servidor, 
utilizando Node.js.Este IDE proporciona soporte de primera clase para 
JavaScript, Node.js, HTML y CSS a parte de soportar frameworks como 
AngularJS, React… entre otros. 
 
 
4.5.3. Xcode 7 
 
Xcode 7[22] es el IDE que proporciona Apple para desarrollar aplicaciones iOS. 
Maneja la última versión del SDK de iOS, proporciona un editor de código, un 
editor de interfaz gráfica UI y herramientas para debugar. Además, viene 
equipado con simuladores de iPhone y iPad para poder testear las aplicaciones 
sin necesidad de disponer de un dispositivo. 
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4.5.4. Git 
 
Para el control de versiones, tanto de los plugins, como de la aplicación, se ha 
utilizado Git[23].  
 
Git es un sistema distribuido libre y de código abierto para el control de versiones, 
y así, poder manejar proyectos con velocidad y eficiencia. Además, se ha 
utilizado un gerente de repositorios Git basado en web llamado GitLab[24], que 
proporciona funcionalidades de seguimientos de errores. De esta manera, a 
través de éste, se puede gestionar más cómodamente los repositorios de cada 
proyecto. 
 
 
4.5.5. Jenkins 
 
Se ha utilizado el servidor gratuito y open-source Jenkins[25]  para una 
integración continua. Actualmente es uno de los servidores más empleados para 
estas funciones. 
 
La integración continua es una practica de desarrollo de software donde los 
miembros del equipo integran su trabajo frecuentemente. Cada integración se 
verifica compilando el código fuente y obteniendo un ejecutable (build). Estos 
builds permiten que se hagan pruebas y métricas de calidad que detectan 
posibles errores. De esta manera, se consigue un producto final más fiable y con 
menos fallos en producción.  
 
Con la ayuda de Jenkins, se puede saber el estado del software en cada 
momento, detectando cada uno de los errores. Además, también se puede 
monitorizar la calidad del código. 
 
Jenkins se organiza por las tareas que definen que es lo que hay que hacer en 
un build. En el caso de que el resultado no es el esperado, Jenkins se encarga 
de notificarlo por email o cualquier otro medio. Si no ha habido ningún problema, 
se le puede indicar a Jenkins que integre el código y lo suba al  repositorio de 
control de versiones. 
 
A través de la zona de cuadro de mando de Jenkins, se pueden visualizar cada 
una de las tareas que se han llevado a cabo, con su duración, fecha y último 
fallo. 
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Fig. 4.44 Zona de cuadro de Jenkins de Aaaida 
 
 
En la zona de cuadro del Jenkins de Aaaida se pueden ver cada una de las 
tareas que se han realizado, indicando el último éxito, fallo y duración. De esta 
manera, Jenkins permite monitorizar cada uno de los proyectos de Aaaida 
ubicados en repositorios Git. 
 
 
4.5.6. Automatización de actualización de los plugins en Jenkins 
 
Cada uno de los paquetes de los plugins han sido integrados en el proyecto de 
Aaaida como se ha explicado en el apartado 4.5.1. Esto implica que, cada vez 
que haya algún cambio en los plugins, se deben de volver a agregar/publicar a 
través del comando de reggie al proyecto de aaaida y acceder a Jenkins para 
volver a construir la tarea de  aaaidajs (que define el repositorio remoto del 
proyecto de aaaida), para que ésta reciba los cambios de cada uno de los 
plugins. 
 
Esto puede ser un proceso poco cómodo y excesivo, por lo que, hay la 
posibilidad de que todo este proceso se automatice simplemente al hacer un 
commit y push al repositorio remoto.Para ello, hay que realizar varias 
configuraciones, tanto de las tareas de Jenkins, como de los repositorios. 
 
Se deben crear y configurar tantas tareas como plugins se estén utilizando, en 
este caso dos tareas (una para el plugin de encuestas y otra para el plugin de 
recomendaciones). 
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Fig. 4.45 Creación de nueva tarea 
 
 
Una vez creada la tarea suvey-plugin  se debe de configurar el origen del código 
fuente indicando el repositorio remoto git donde se encuentra el proyecto. 
 
 
 
 
Fig. 4.46 Configuración del origen del código fuente 
 
 
Una vez configurado el origen del código fuente, se debe de indicar que 
ejecuciones se realizarán una vez la tarea sea construida o actualizada. Como 
interesa se publique el nuevo paquete actualizado en el proyecto de Aaaida de 
manera automática, se debe de indicar que ejecute el comando reggie necesario. 
 
 
 
 
Fig. 4.47 Comando a ejecutar una vez la tarea se construya o actualice 
 
Para poder disparar la tarea creada al realizar un push, se deben de modificar 
las configuraciones en el repositorio a través de el panel de configuración que 
proporciona GitLab. Para ello, se debe de copiar la url proporcionada por el 
disparador de ejecuciones de Jenkins: 
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Fig. 4.48 Url que proporciona el disparador de ejecuciones 
 
Y añadirla como Web Hooks  en el repositorio Git.   
 
 
 
 
Fig. 4.49 Configuración en el repositorio remoto del plugin de encuestas 
 
 
Para que esta configuración funcione, es necesario habilitar los eventos push, 
tal y como se muestra en la Fig. 4.49. 
 
Este proceso de configuración es exactamente el mismo para el plugin de 
Ehabits. 
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CAPÍTULO 5.  PLANIFICACIÓN 
 
Este capítulo mostrará las diferentes tareas que se han realizado para conseguir 
el objetivo de este trabajo. 
 
Estas tareas se han dividido en cuatro grupos: 
 
• Estudio previo: Esta tarea engloba todo el periodo de investigación y 
estudio del lenguaje Swift y de la creación de aplicaciones iOS. Además 
de la investigación de los requisitos necesarios de la aplicación, mediante 
una entrevista realizada con la enfermera de un Centro de Atención 
primaria. 
• Diseño: En este grupo se definen todas las tareas de diseño de las 
pantallas de la aplicación, según las necesidades y requerimientos 
hablados en la entrevista con la enfermera. 
• Implementación: Aquí se engloban todas las tareas de programación de 
software y de diseño.  
• Testeo: Corresponden a las pruebas realizadas durante la 
implementación y las pruebas finales. 
• Documentación: Define la tarea de redacción de la memoria del trabajo. 
 
 
 
 
Fig. 5.1 Escala de tiempo de la planificación 
 
Las tareas se han ido solapando durante el desarrollo del trabajo. El 
desconocimiento inicial del desarrollo de aplicaciones iOS con Swift, hizo que el 
diseño se fuese especificando a medida que la curva de aprendizaje de las 
nuevas tecnologías fuese creciendo. Además, en la última fase de 
implementación se fueron realizando pruebas de testeo paralelamente.  
 
Como se puede ver en la escala de tiempo, se han realizado varias entrevistas 
con las enfermeras de pediatría de un Centro de Atención Primaria ubicado en 
Sant Boi de Llobregat.   
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La primera entrevista se realizó para estudiar los casos con los que ellos se 
encontraban y cuál era la información relevante para poder realizar un 
seguimiento de una obesidad infantil. De esta manera, se pudieron definir las 
funcionalidades necesarias de la aplicación. Las otras entrevistas realizadas 
fueron de seguimiento de la navegabilidad y funcionalidad de la aplicación, 
respecto a las necesidades comentadas en la primera entrevista.  
 
Cabe resaltar que se han realizado reuniones de seguimiento semanal con el 
tutor del proyecto durante todo su desarrollo. 
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CAPÍTULO 6.  CONCLUSIONES 
 
En este último capítulo se comentarán las conclusiones finales en la realización 
de este proyecto, entrando en detalle en los objetivos conseguidos, las posibles 
implementaciones futuras y el impacto medioambiental. 
 
 
6.1. Objetivos conseguidos 
 
En la primera fase del presente TFG se han establecido los objetivos a cumplir 
mediante el desarrollo de Ehabits y se han definido las diferentes funcionalidades 
que ésta debía tener, tal y como se ha visto en el capítulo EHABITS. La 
consecución de dichos objetivos ha supuesto un reto, ya que, por un lado, ha 
requerido el estudio previo de Swift como nuevo lenguaje de programación y, por 
otro, el estudio en el desarrollo de una aplicación en iOS.  
 
El propósito principal que se ha querido conseguir, tal y como indica el título del 
TFG, es la realización de una aplicación móvil para el control de la obesidad 
infantil. Esto se ha conseguido a partir de la creación de un canal de 
comunicación telemático que permite la interacción directa entre el medico y el 
paciente a través del dispositivo móvil. 
 
Aunque a primera vista parecía que el proyecto iba a costar más de desarrollar 
por el hecho de utilizar un nuevo lenguaje de programación y una nueva entidad 
de desarrollo, esto no ha sido así, ya que, la utilización de Xcode como 
herramienta de desarrollo ha facilitado su implementación, sobretodo en lo 
referente a aspectos visuales. 
 
Para lograr esta comunicación entre médico y paciente, se ha utilizado el servicio 
de Aaaida a través de un portal de administración donde los médicos y 
enfermeras tiene la posibilidad de consultar los datos de cada uno de sus 
pacientes. Para ello, ha sido necesario implementar nuevos modelos de datos 
adicionales en Aaaida mediante plugins. 
 
El personal sanitario puede realizar un seguimiento más personalizado a través 
de encuestas realizadas des de la consola de Aaaida y que éstas sean 
contestadas mediante la aplicación por los tutores legales del menor. 
 
Además, se han utilizado estrategias de gamificación con el propósito de motivar 
al menor a seguir manteniendo buenos hábitos saludables a lo largo de su vida.  
 
También se han definido objetivos asociados al personal sanitario de los centros 
de atención primaria. Aunque esta aplicación no ha sido utilizada por ninguno de 
ellos, la realización de entrevistas de seguimiento mensuales ha permitido 
obtener un buen feedback. Con lo que se puede afirmar, que esta aplicación 
podría constituir un importante soporte de ayuda para las enfermeras y pediatras 
en el seguimiento de la obesidad infantil, tanto de sus pacientes, como a nivel 
local y territorial. 
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6.2. Conclusiones personales 
 
La realización de este trabajo, fundamentalmente, me ha aportado experiencia 
en la elaboración de aplicaciones iOS. Al comenzar este proyecto no tenía 
ningún conocimiento en el desarrollo de este tipo de aplicaciones, no había 
utilizado nunca Xcode como herramienta de desarrollo y tampoco había visto, ni 
utilizado, Swift como lenguaje de programación. Una vez finalizado este TFG, 
puedo decir que soy capaz de realizar una aplicación en iOS utilizando cada una 
de sus tecnologías. 
 
La utilización de un servicio ya implementado como el de Aaaida, me ha facilitado 
mucho las cosas en el desarrollo de la aplicación. Gracias a este servicio, solo 
he tenido que desarrollar algunos modelos de datos necesarios para cumplir con 
los objetivos y  funcionalidades de la aplicación. 
 
Ha resultado muy interesante aprender a desarrollar aplicaciones iOS con Swift, 
aunque fuese un lenguaje totalmente nuevo, me ha sorprendido la rapidez con 
la que he implementado cada una de las funcionalidades. Xcode facilita mucho 
las cosas en el desarrollo de este tipo de aplicaciones. Ahora que he adquirido 
un mayor conocimiento de estas tecnologías, me gustaría seguir con mi 
aprendizaje y poder mejorar mis capacidades en un futuro, mediante el 
desarrollo de aplicación más complejas. 
 
 
6.3. Implementaciones futuras 
 
Se puede afirmar que los objetivos principales de este proyecto se han cumplido. 
De todas maneras, existen mejoras que pueden dar un valor añadido a la 
aplicación, tales como: 
 
• Incluir valores de peso y talla desde la aplicación, para poder realizar el 
seguimiento de éstos respecto a la gráfica de talla y peso utilizada en los 
CAP.  
• Implementar nuevas metodologías de gamificación para motivar de 
manera más eficiente a los menores. 
 
 
6.4. Impacto medioambiental 
 
Aunque a primera vista no parece relevante el impacto medioambiental de este 
trabajo, a continuación se muestra lo contrario. 
 
La utilización de Ehabits como herramienta para el seguimiento y monitorización 
de la evolución de la obesidad del menor, permite, tanto a los tutores legales 
como al personal sanitario, una comunicación sin necesidad de desplazamientos 
independientemente de la zona geográfica donde se encuentren. 
 
De esta manera, los tutores legales no tienen la necesidad de trasladarse a los 
Centros de Atención Primaria, por lo que, al evitar estos viajes,  se disminuye el 
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consumo de combustible y la emisión de gases causados por la utilización de 
diferentes vías de transporte.  
 
Estas emisiones de gases provocadas por los medios de transporte, son uno de 
los principales causantes del cambio climático global del planeta. A parte de 
evitar desplazamientos en zonas urbanas, también se disminuirían en zonas 
rurales que se encuentran mucho mas alejadas de los centros sanitarios, 
evitando desplazamientos mayores.  
 
Utilizando esta aplicación, se puede mantener una comunicación entre el medico 
y paciente sin necesidad de desplazamientos y  sin necesidad de utilizar medios 
de transporte que contaminen el medio ambiente y contribuyan en el cambio 
climático.  
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ACRÓNIMOS 
 
CAP: Centro de Atención Primaria 
 
API: Application Programming Interface. Es un conjunto de especificaciones 
para la comunicación entre diferentes componentes software. 
IoT: Internet Of Things 
SaS: Software as a Service 
JSON: Javascript Object Notation 
MEAN: MongoDB + Express + AngularJs + Node.js 
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ANEXOS 
 
1.1 Obtener imágenes desde la aplicación 
 
Con tal de permitir al usuario poder consultar las imágenes de los valores de 
alimentación realizados, se le permite visualizarlas desde la aplicación. 
 
Para ello, desde la aplicación se accede a la url donde se encuentra el directorio 
de imágenes del servidor. Estas imágenes se suben al servidor desde el 
dispositivo móvil ( iPhone 6) en alta calidad, ya que tiene incorporada una cámara 
iSight de 8 megapíxeles. 
 
Para poder obtener estas estas imágenes guardadas en el servidor en alta 
calidad, se han tenido que obtener comprimidas, y así, la descarga desde el 
dispositivo móvil no fuese tan copiosa.  
 
 
 
 
Fig. 1.1 Obtener imágenes comprimidas del servidor 
 
 
La aplicación utiliza el endpoint /value/image/:imageName/300x para poder 
obtener la imagen comprimida ubicada en el directorio image del servidor, ya 
que, se le indica que la descargue con una calidad de 300x.  
 
Siguiendo los pasos implementados en la figura, primero se descargan los datos 
de la url proporcionada, una vez obtenidos, se define UIImage con estos datos, 
obteniendo la imagen comprimida del servidor. 
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1.2 Screenshots de la aplicación 
 
A continuación se mostraran los screenshots de cada una de las pantallas de la 
aplicación desarrollada. 
 
 
1.2.1 Autenticación 
 
 
 
 
Fig. 1.2 Pagina de Login 
 
 
 
Fig. 1.3 Pagina de Registro 
 
1.2.2 Valores de alimentación y actividad física 
 
 
 
 
Fig. 1.4 Valores de alimentación 
 
 
Fig. 1.5 Añadir alimentación 
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Fig. 1.6 Valores de actividad física 
 
 
Fig. 1.7 Añadir actividad física 
 
 
1.2.3 Recomendaciones, encuestas y añadir nuevo familiar 
 
 
 
 
Fig. 1.8 Categorías de recomendaciones 
 
 
Fig. 1.9 Recomendaciones de hábitos 
alimenticios 
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Fig. 1.10 Añadir nuevo familiar 
 
Fig. 1.11 Responder encuesta 
 
