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Abstract 
Graph-theoretical approaches to biological network analysis have proven to be effective for small networks but are 
computationally infeasible for comprehensive genome-scale systems-level elucidation of these networks. The 
difficulty lies in the NP-hard nature of many global systems biology problems that, in practice, translates to 
exponential (or worse) run times for finding exact optimal solutions. Moreover, these problems, especially those of 
an enumerative flavor, are often memory-intensive and must share very large sets of data effectively across many 
processors.  For example, the enumeration of maximal cliques – a core component in gene expression networks 
analysis, cis regulatory motif finding, and the study of quantitative trait loci for high-throughput molecular 
phenotypes – can result in as many as 3n/3 maximal cliques for a graph with n vertices. Memory requirements to 
store those cliques reach terabyte scales even on modest-sized genomes. Emerging hardware architectures with 
ultra-large globally addressable memory such as the SGI Altix and Cray X1 seem to be well suited for addressing 
these types of data-intensive problems in systems biology. This paper presents a novel framework that provides 
exact, parallel and scalable solutions to various graph-theoretical approaches to genome-scale elucidation of 
biological networks. This framework takes advantage of these large-memory architectures by creating globally 
addressable bitmap memory indices with potentially high compression rates, fast bitwise-logical operations, and 
reduced search space. Augmented with recent theoretical advancements based on fixed-parameter tractability, this 
framework produces computationally feasible performance for genome-scale combinatorial problems of systems 
biology. 
 
1. Introduction 
Ultrascale computing and high-throughput experimental technologies used in support of such fields of study as 
genomics, transcriptomics, proteomics and metabolomics will revolutionize the way systems biology is conducted. 
High-throughput experimental pipelines provide many revealing snapshots of dynamic cellular processes as they 
progress in time and space. Considered in total, the wealth of data produced by these methods provides a unique 
opportunity to build mathematical models of molecular interaction networks including physical, chemical, and 
biological processes at an unprecedented level of detail, and to use ultrascale computation for predictive simulation 
of their dynamics to guide experimental studies. With this promise, however, comes the challenge of interpreting 
and integrating, in a biologically meaningful way, the avalanche of complex and noisy data. The combination of 
huge scale and high complexity in systems biology makes this data-intensive science an excellent choice to drive the 
development of novel computational solutions in both hardware and software. 
Over the past decade, advances in scientific computing have primarily focused on scientific simulations from 
“first principles,” as in the fields of astrophysics, climate modeling, fusion and materials science. The result is that 
high-end computing hardware is relatively well configured to run scientific simulation software and to store the 
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massive amounts of data that it produces. Fundamental differences exist, however, between the scientific method 
cycle of applications from “first principles” and those of systems biology. The starting point of the former is a 
mathematical model, often expressed in terms of a system of equations. Unlike simulations from “first principles,” 
systems biology starts from analysis and interpretation of massive amounts of data. These data are needed for 
building the model and for constraining the space of possible models to those that are computationally tractable yet 
biologically plausible. Organism specific genomics, proteomics and metabolomics data needs to be analyzed both 
within species and comparatively. Most full context biological data analysis, modeling and simulation software 
requires the entire data set to be in memory. This allows for efficient and frequent access to terabytes of irregularly 
structured data in dynamically allocated storage. Scaling up to full context places significant constraints on 
computer memory and memory access rates, as well as the compute power for the processors, and requires a 
somewhat different balance of performance and algorithmic principles as compared to other domains. 
These multi-scale and data-intensive challenges are especially apparent in the systems-level biological 
applications that we describe here. The elucidation of genome-scale biological networks [1-4] necessitates the 
development of more efficient and effective methods for the analysis of their integrated properties and the 
comparison of these properties amongst different organisms. As comparative analysis of sequence data across 
multiple organisms has proven immensely useful for analyzing the structure and function of genomes, interest has 
grown in performing similar comparative analyses and computations on molecular networks. Specifically, biologists 
are interested in: (a) functional modules (e.g., metabolic pathways) conserved across multiple genomes; (b) common 
regulatory motifs across several regulatory networks; (c) cross-talk networks among individual response networks; 
and (d) sets of genes co-regulated in response to genetic or environmental perturbations.  
Various computational methods have been developed for processing these intelligent queries over biological 
networks to understand their inner workings and to predict behaviors in response to changes in environmental and 
genetic conditions. Systemic pathways oriented approaches [5-8] centered around properties of metabolic networks 
at steady state (stoichiometry) have been successfully used to define the limitations and production capabilities of 
various metabolic systems [9, 10]. Computational approaches to defining and comprehensively describing all 
metabolic routes (phenotypes) that are both stoichiometrically and thermodynamically feasible for a given metabolic 
genotype are based on the mathematical principles of convex analysis. The enumeration of a complete set of 
“systemically independent” metabolic pathways, termed “extreme pathways” is at the core of these approaches [8, 
11, 12].  Clique enumeration is a key approach to solving these real-world systems biological problems. 
Studying the integrated function of an organism also requires a systematic description of the processes that 
regulate metabolism. Regulation occurs at multiple levels, including transcriptional control of mRNA abundance 
and a variety of post-transcriptional regulatory mechanisms such as kinetic regulation of enzymatic function.  
Transcriptional regulation constitutes perhaps the most experimentally tractable of these regulatory mechanisms. 
New technology in the measurement of gene expression and the identification of cis-regulatory binding sites, along 
with complementary computational methods, make it possible to discover transcriptional regulatory networks [13-
15]. Network construction often requires the ability to assess simultaneously the effects of small perturbations of a 
large number of nodes and to examine the resultant continuous variation in gene expression that results. Once the 
network modules are defined, the study of their direct and indirect regulatory pathways by biological 
experimentation and statistical analysis becomes feasible. Recent developments have led to a proliferation of 
datasets consisting of many independent observations of high-throughput molecular phenotypes. These measures 
may be collected across time, tissue compartment or, as in the case of our recent work, across a mouse genetic 
reference population [16, 17]. This type of population models the genetic variation present in more complex 
populations, but reduces the genetic analysis to a simple correlation of many attributes that can be obtained across 
all levels of biological scale.  
The ability to use graph theoretical algorithms to understand the relations among genes with co-variant 
expression across these conditions has allowed biologists to identify functionally connected gene products. The gene 
products need not physically interact, nor do they need to be tightly co-regulated at a transcriptional level, i.e. by a 
common transcription factor. For example, in the mouse brain one or more gene products  may cause heightened 
activation of the neuronal synapse in certain strains of mice. This might in turn ultimately trigger many parallel 
transcriptional processes temporarily coupled to carry out highly specialized cellular processes. Using clique-based 
methods, it is possible to detect novel and transitory associations among transcripts, even when these associations do 
not involve direct physical interactions. Enumerating maximal cliques defines pure functional units, each affected by 
a unique combination of sources of co-variation. The ability to generate cliques, paracliques and other forms of 
densely-connected subgraphs allows us to separate these causes, and to place them in a larger systems-level graph, 
thus facilitating genome-scale regulatory network elucidation [17].  
  
Elucidating protein-interaction networks including protein-protein, protein-DNA, protein-RNA or protein-
ligand bindings is a considerably more daunting task. Besides being present in low concentrations, proteins are 
constantly undergoing state changes by forming complexes with other proteins, undergoing covalent modifications 
and binding to one or more substrates. Deciphering such spatiotemporal variations in a dynamic cell is beyond the 
scope of current technology. Most current efforts focus on analyzing a cellular milieu for specific proteins using 
immunoprecipitation and tagging methods [18, 19]. Interactions among the myriad proteins are best studied through 
fluorescence and microscopy methods [20]. Nevertheless, the yeast two-hybrid method is considered the best 
available strategy for mapping protein–protein interactions on a large scale [21] despite the high potential for false 
positive identifications. Further, this method can only provide a potential list of interactions and not the specific 
interactions involved in a given pathway.  
To extract true interactions from the false positive and false negative rates, one can represent the data as 
undirected graphs to record pairs of proteins that are experimentally observed to interact with each other.  Then, 
queries consisting of Boolean graph operations (e.g., graph intersection and at-least-k-of-n over multiple graphs) can 
be used to refine the data.  Once the data has been cleaned, one can discover uncharacterized functional modules, by 
looking for conserved protein interaction pathways using pathway alignment [22] based on optimization techniques 
such as dynamic programming. 
The existing computational tools, such as ones described above, have contributed substantially to our 
understanding of biological systems. However, there remains an inability to apply these methods efficiently to 
organism-scale biological networks [1, 6, 9], especially in the context of comparative analysis. For example, 
generating the set of extreme pathways is simple for small networks. For genome-scale networks, however, the 
calculation of extreme pathways poses a significant computational challenge. The computational time as well as the 
number of extreme pathways grows exponentially as the size of the metabolic network grows linearly. The problem 
of enumerating the extreme pathways can be reduced in polynomial time to the problem of enumerating all vertices 
of an n-dimensional convex polyhedron that is known to belong to the class of NP-hard problems.  This 
computational intractability bottleneck has been addressed by considering the reduced reaction network (with the 
enzyme subsets taken as combined reactions [11, 23], by decomposing the network into computationally feasible 
subsystems to generate pathways in each subsystem that may be pieced together [9], or by developing parallel out-
of-core algorithms [24]. 
Likewise, while efficient in analyzing biological networks of small size (tens of nodes), many graph-theoretical 
approaches are computationally challenged on genome-scale applications (hundreds or thousands of nodes), 
especially those in the context of comparative analysis among different organisms. This fact is mainly due to NP-
hardness of the problems under study that, in practice, translates to exponential (or worse) run times, which tend not 
to scale as the problem size grows. Even though approximate solutions with polynomial run times have been 
proposed for many of those problems, the exact solutions are largely preferred.  This is especially true in light of the 
huge time and expense involved in data capture. 
In addition to being computationally complex, many of these algorithms are extremely memory intensive. For 
example, it is well known that a network with n nodes can have as many as 3n/3 maximal cliques [25], thus the 
memory requirement may grow exponentially with the size of the network, and may reach even petabyte scale on 
even modest-sized genomes. We already observed the need for at least 1.5-2 TBytes memory during the analysis of 
the Affymetrix U74Av2 microarray data used to test 12,422 probe sets in samples from the brain of Mus musculus 
[17]. To deal with such large memory requirements we have previously developed an out-of-core algorithm based 
on the recursive branching procedure suggested by Kose et al in their analysis of metabolomic correlation networks 
[26]. However, the algorithm could not finish after one week of execution on the graphs derived from this 
microarray data using various threshold values for correlation of genes. Intensive disk I/O access has been the major 
bottleneck.  
To address these computational bottlenecks to genome-scale elucidation of biological networks, we present a 
general framework that provides exact, parallel and scalable solutions to various graph-theoretical approaches by 
taking advantage of: (a) ultra-large globally addressable memory architectures such as SGI Altix or Cray X1; (b) the 
theory of fixed parameter tractability (FPT); and (c) a novel bitmap data representation scheme for memory saving 
and search space reduction. We demonstrate the applicability of our framework to the problem of enumeration of 
maximal cliques [27], which is ubiquitous in the context of cis regulatory motif finding [28], microarray analysis 
[16], the study of quantitative trait loci [17], and the construction of ClustalXP [29] for high-performance multiple 
sequence alignment.  
The rest of the paper is organized as follows. We first describe approaches to clique enumeration and our novel 
strategy for maximal clique, Clique Enumerator, including both sequential and multithreaded implementations. This 
is followed by an evaluation of the performance of these implementations compared to Kose RAM. This 
  
performance evaluation includes an evaluation of speed-up with load balancing. We close with a discussion of our 
future directions, both in biological applications and in computational approaches.  
 
2. Maximum and maximal clique algorithms 
Clique (decision version) is a well-known NP-complete problem in the field of graph theory. Informally, a clique in 
graph, G, is defined as a set of vertices in G that are completely connected. That is, for every pair of vertices in the 
clique, there exists an edge between them. Thus, every vertex in a clique is related in some user-defined fashion. 
Two derivations of the clique problem are frequently used for analysis of biological datasets. Maximum clique 
requires the algorithm to identify the largest clique in the graph. In contrast, maximal clique enumerates all maximal 
cliques in the graph, where a maximal clique is defined as a clique that cannot be enlarged by the addition of any 
vertex in the graph. By definition, there is no constraint on the size of a maximal clique. Considering that the cliques 
of interest are typically relatively large and that there are potentially an exponential number of undesired maximal 
cliques in a given graph, it is clear that a method to limit maximal clique enumeration by size is required.  
We describe such a strategy in the following section. Using a maximum clique algorithm to determine an upper 
bound on clique size (Section 2.1), we then enumerate all k-cliques (maximal and non-maximal), where k is the user-
supplied lower bound (Section 2.2). A maximal clique enumeration algorithm (Section 2.3) is then employed using 
the non-maximal k-cliques as input. This algorithm enumerates maximal cliques in increasing order of size until the 
upper bound is reached, allowing the user to track the algorithm’s progress, an essential feature when dealing with 
such computationally complex problems.  
2.1 Maximum clique and upper bounds 
In the process of maximal clique enumeration, it is often useful first to identify the size of a graph's maximum 
clique.  Computing maximum clique is foundational in a variety of biological settings, for example, when 
establishing the edge-weight threshold in microarray analysis [17], when searching for common cis regulatory 
elements [28], and when solving the compatibility problem in phylogeny [30].  In fact, the utility of maximum 
clique extends to a great many application domains.  A nice survey can be found in [31].  
The decision version of maximum clique is a classic NP-complete problem.   From an asymptotic standpoint, 
the fastest known general-purpose maximum clique algorithms are based on independent sets and run in O(2n/4) 
time, where n is the order of the input graph [32]. By exploiting the desired clique size, however, we can do much 
better via reduction to vertex cover and employing the notion of fixed parameter tractability (FPT).  A problem is 
FPT if it has an algorithm that runs in O(f(k)nc) time, where n is the problem size, k is the input parameter, and c is a 
constant independent of both n and k [33].  FPT can be traced at least as far back as work done on applications of 
well-quasi order theory [34-36], where the main objective was to show, via the Graph Minor Theorem, that a variety 
of NP-complete problems are actually tractable when the relevant input parameter is fixed.  The fastest currently-
known vertex cover algorithm runs in O(1.2759kk1.5+kn) time [37].  Recent FPT implementations of vertex cover as 
used to solve maximum clique are described in [38, 39]. 
 
2.2 Clique enumeration and lower bounds  
The two most-frequently cited algorithms [40] utilize a recursive backtracking strategy to enumerate maximal 
cliques.  Although shown in [1] to be efficient algorithms relative to other popular maximal clique enumeration 
algorithms both Bron and Kerbosch algorithms, called herein Base BK and Improved BK, share the same drawbacks.  
Both discover maximal cliques in a quasi-random fashion, despite the tendency of Improved BK to discover larger 
cliques first.  Therefore, neither algorithm satisfies our requirement for an algorithm to discover maximal cliques in 
non-decreasing order relative to size.  However, they do provide a sound foundation for an algorithm to enumerate 
all cliques, maximal and non-maximal, of size k in canonical order. 
Both Base and Improved BK algorithms can be viewed as a depth-first traversal of a search tree based on three 
dynamically changing sets:  
• COMPSUB, a global set containing the clique-in-progress, 
• CANDIDATES, a local set holding all vertices that will eventually be added to the current COMPSUB, and 
• NOT, a local set containing all vertices that have been previously added to COMPSUB.   
Both CANDIDATES and NOT are initially empty, while CANDIDATES contains all vertices in the graph.  At each 
node of the search tree, the function EXTEND selects a vertex, v, from CANDIDATES, which is removed from 
CANDIDATES and added to COMPSUB.  Local sets are generated, where set NEW_CANDIDATES is the 
  
intersection of CANDIDATES and the neighborhood of v and set NEW_NOT, is the intersection of NOT and the 
neighborhood of v.  COMPSUB contains a maximal clique when both local sets NEW_CANDIDATES and 
NEW_NOT are empty (i.e. no vertex remains that is completely connected to COMPSUB).  If a maximal clique has 
not been found, EXTEND is called again, passing sets NEW_CANDIDATES and NEW_NOT as arguments to 
become the child node’s CANDIDATE and NOT sets, respectively.  When a maximal clique is discovered or when 
returning from a child node, the current v is removed from COMPSUB and added to NOT, ensuring that neither the 
current search tree node nor any of its children will try to find any other maximal clique containing v.  EXTEND 
then selects a new v, iterating through the described actions until CANDIDATES is exhausted. 
The algorithms differ in two significant ways.  When choosing the selected vertex, v, Base BK always chooses 
in the order in which the vertices are presented in CANDIDATES.  In contrast, Improved BK initially chooses a v 
with the highest number of connections to the remaining members of CANDIDATES.  After finding a maximal 
clique or returning from a child node, Improved BK only considers vertices that are not connected to the current v.  
This enables Improved BK to operate more efficiently on graphs with a high number of overlapping cliques [1]. 
However, these methods of reducing branch traversal are predicated on the need to find only maximal cliques.  
When finding both maximal and non-maximal cliques of a specified size, these constraints are no longer beneficial.  
Given k, it is more efficient to eliminate all vertices of degree less than k-1 during preprocessing (such vertices 
cannot be members of any k-clique by definition) than to select a vertex of highest connectivity on each call to 
EXTEND.  Additionally, refusing to select vertices connected to the current v upon finding a maximal clique or 
returning from a child node prevents discovery of overlapping cliques where at least one is non-maximal.  For these 
reasons, Base BK was chosen as the basis for our algorithm. 
Our algorithm, called herein k-clique enumerator, is altered in two main respects as compared to the original 
Bron and Kerbosch algorithms.  Firstly, when the size of COMPSUB equals k, sets NEW_CANDIDATES and 
NEW_NOT are examined.  If both sets are empty, then (as in BK Base and BK Improved) a maximal k-clique has 
been found and is output as such.  Otherwise, a non-maximal k-clique has been found.  It is output separately to be 
provided as input to the algorithm of [26], and EXTEND returns.  Secondly, we introduce a boundary condition.  If 
at any point there are less than k vertices in the union of sets COMPSUB and CANDIDATES, it is not possible to 
form a k-clique with the current COMPSUB and CANDIDATES and EXTEND returns. 
2.3 A new maximal clique enumeration algorithm 
In this section, we propose a new (Clique Enumerator) algorithm to enumerate maximal cliques of size bounded by 
a given range. The algorithm is inspired by a characteristic property of cliques described in [26]. That is, any k-
clique (k ≥ 3) is comprised of two (k-1)-cliques that share (k-2) vertices, as shown in Figure 1. This property also 
implies that any (k-1)-clique is maximal if it is not a component of any k-cliques; otherwise, it is non-maximal.  
The Kose et al. algorithm takes as input a list of all edges (2-cliques) in non-repeating canonical order, 
generates all possible (k+1)-cliques from all k-cliques, checks for all k-cliques to see if they are components of a 
(k+1)-clique after it is generated, declares a k-clique maximal if it is not a component of any (k+1)-cliques, outputs 
all the maximal k-cliques, and repeats this procedure until there is no (k+1)-clique generated. This algorithm 
provides two features that are unavailable in other methods, including those of [40] . The algorithm enumerates 
maximal cliques in non-decreasing order, and it prevents repetitive generation of non-maximal clique components in 
the search for maximal cliques [1]. However, the algorithm has some less then appealing features. First, it requires 
storage of all k-cliques and (k+1)-cliques, which assumes enormous amount of memory. Although secondary storage 
such as disk can be used, the overhead of disk I/O operations is tremendous. Second, in order to decide if a clique is 
maximal, the algorithm has to check for each (k+1)-clique to see if it contains any k-clique as its subgraph, which 
not only requires a search of all  k-cliques, but also makes 
the algorithm hard to parallelize. (k-1)-cliques k-clique 
 
The basic ideas 
The algorithm we propose keeps the advantage of Kose et 
al. in the sense that it enumerates maximal cliques in non-
decreasing order while it addresses its disadvantages. The 
algorithm is based on the same principle with additional 
observations. First, a k-clique is a candidate to generate 
(k+1)-cliques if and only if it is a subgraph of a (k+1)-clique. 
Thus, it is not necessary to keep all k-cliques to generate 
(k+1)-cliques; only the candidate k-cliques are needed.  A k-
Figure 1: A k-clique consists of two (k-1)-cliques 
that share (k-2) vertices 
  
Vertex Neighbors Clique Common neighbors 
Maximal 
or not 
a 0111 (a, b) 0011 No 
b 1011 (a, b, c) 0001 No 
c 1101 (a, b, d) 0010 No 
d 1110 (a, b, c, d) 0000 Yes 
a 
b 
c 
d 
Figure 2: An example of bit strings representing common neighbors of cliques in a graph. 
clique is not a subgraph of any (k+1)-clique if either it is maximal, or it does not have (k-1) vertices shared with any 
other k-clique. Second, the (k-1) vertices shared by two k-cliques also form a clique. Thus the k-cliques generated 
from a same (k-1)-clique naturally form a sub-list consisting of the (k-1)-clique with a list of common neighbors of 
this (k-1)-clique. A vertex is a common neighbor of a clique if and only if this vertex is outside the clique and is 
adjacent to all vertices in the clique. Thus, deciding if a k-clique shares (k-1) vertices with any other k-cliques it is 
simply necessary to decide if a k-clique is the only clique in a sub-list or not. If it is, it does not share (k-1) vertices 
with any other k-cliques. Moreover, to avoid the duplication of cliques, only the common neighbors whose indices 
higher than the index of the (k-1)-th vertex need to be kept in a k-clique sub-list. Third, any clique is maximal if the 
clique has no common neighbors. If a k-clique has any common neighbor, the k-clique together with any one of the 
common neighbors can form a (k+1)-clique. Thus, it is not necessary to check all (k+1)-cliques to test if the k-clique 
is contained in any of them, but only to check if the clique has any common neighbors.  
 
The sequential algorithm 
The sequential algorithm takes as input a list of candidate k-cliques in canonical order, generates (k+1)-cliques from 
all candidate k-cliques, decides and outputs the maximal (k+1)-cliques, keeps the candidate (k+1)-cliques, and 
repeats until no candidate (k+1)-cliques are generated. The k-cliques that share (k-1) vertices form a k-clique sub-
list. To generate (k+1)-cliques, for each k-clique sub-list, the vertices in the list of common neighbors  (k-th vertex of 
each k-clique) are compared to the other common neighbors with higher indices to check the adjacency. If two 
common neighbors are adjacent to each other, a new (k+1)-clique is generated. Those (k+1)-cliques generated from 
a same k-clique form a new (k+1)-clique sub-list.  Each k-clique sub-list is deleted after its (k+1)-cliques are 
generated. When a (k+1)-clique is generated, it is determined to be maximal or not by checking if the clique has any 
common neighbors. The non-maximal (k+1)-cliques in those sub-lists that contain more than one non-maximal 
cliques are regarded as candidates.  
The procedure of finding the common neighbors of a clique can be solved by representing the common 
neighbors as a binary (bit) string and then by bit operations. The bit string representing the common neighbors of a 
clique contains ⎡n/8⎤ bytes, where n is the number of vertices in the graph. Each bit represents the adjacency 
between the clique and a vertex that is not in the clique, such that, the i-th bit is set to ‘1’ if all vertices in the clique  
are adjacent to the i-th vertex, and is set to ‘0’ otherwise. Thus, the common neighbors of a k-clique can be 
computed by bitwise AND operations of neighbors of the k vertices in the clique. Determination of clique 
maximality can be made by a bit ‘1’ existence checking operation on common neighbors of the clique. For example, 
in the graph shown in Figure , the bit string of common neighbors of 3-clique (a, b, c) is 0001, which has a ‘1’ bit in 
it, thus clique (a, b, c) is non-maximal. The bit string of the 4-clique (a, b, c, d) is 0000, which is all zeros, thus 
clique (a, b, c, d) is maximal. 
  The algorithm requires computing the common neighbors of a k-clique to check if it is maximal. The 
common neighbors of a k-clique can be computed by either (k-1) bitwise AND operations on neighbors of the k 
vertices, or one bitwise AND operation on common neighbors of a (k-1)-clique and neighbors of a vertex. The first 
method requires no more memory but will perform bitwise AND operations on the same bit strings repeatedly, while 
the second method is faster but requires keeping the common neighbors of a (k-1)-clique. Thus, the algorithm keeps 
the common neighbors of the shared (k-1)-clique for each k-clique sub-list instead of each k-clique, which avoids 
large memory requirement as well as repetitive bit operations.  For each k-clique sub-list, the common neighbors of 
the (k-1) vertices shared by all k-cliques are kept. Then, only two bitwise AND operations are needed. Taking the 
same example shown in Figure , 3-cliques (a, b, c) and (a, b, d) sharing clique (a, b) forms a sub-list. The common 
neighbors of clique (a, b, c, d) can be computed from a bitwise AND operation on neighbors of vertex d and 
common neighbors of (a, b, c), which is computed from bitwise AND operations on neighbors of vertex c and 
common neighbors of (a, b).  
  
PROCEDURE GenerateKCliques(CliqueList Lk, Graph G) 
  CliqueList Lk+1 := ∅; 
  FOR each k-clique sub-list Sk IN Lk DO 
    FOR i := 1 to |Sk| − 1 DO 
      c := i-th clique in Sk; 
      v := k-th vertex of c; 
      CommonNeighbors := BitAND(CommonNeighbors[Sk], Neighbors(G, v)); 
        CliqueSublist Sk+1 := ∅; 
        CommonNeighbor[Sk+1] := CommonNeighbors; 
        FOR j := i+1 to |Sk| DO 
          u := k-th vertex of j-th clique in Sk; 
          IF (v, u) ∈ E(G) THEN 
            IF BitOneExists(BitAND(CommonNeighbors[Sk+1], Neighbors(G, u)) = TRUE  
            THEN Sk+1 := Sk+1 ∪ {(c, v, u)}; 
            ELSE PRINT(c, v, u);  // maximal cliques 
        END-FOR 
        IF | Sk+1| > 1 THEN Lk+1 := Lk+1 ∪ Sk+1;  // candidate cliques 
    END-FOR 
  END-FOR 
RETURN Lk+1; 
Figure 3: Pseudocode for the function GenerateKCliques() 
Figure 3 lists the pseudocode for the function GenerateKCliques() that generates the list of candidate (k+1)-
cliques and enumerates maximal (k+1)-cliques from a list of candidate k-cliques and the input graph. Figure 4 
illustrates the procedure of the new algorithm on a graph having two maximal 3-cliques, one maximal 4-clique and 
one maximal 5-clique. For each k-clique sub-list, the shared (k-1)-clique (vertices) is kept only once and the list of 
common neighbors with higher indices than the (k-1)-th vertex is kept as an array of the k-th vertices. The cliques in 
green are the candidate cliques, the blue ones are maximal cliques, and those in grey are non-maximal, non-
candidate cliques and will be discarded. Common neighbors of a k-clique sub-list are compared to other common 
neighbors with higher indices to generate (k+1)-cliques. Cliques are generated in non-repetitive canonical order.   
For example, from the 2-clique sub-lists that share vertex a, the first common neighbor vertex b is compared with c, 
d, and e respectively to get 3-cliques (a, b, c), (a, b, d) and (a, b, e). Vertex c, the second common neighbor in the 
list, is compared only to d and e, whose indices are higher to avoid duplication. Similarly, common neighbor d will 
be compared to e, and the last common neighbor e will be skipped since it has been compared with all other 
common neighbors. The generation of (k+1)-cliques from one k-clique sub-list is independent of any other k-clique 
sub-lists. For example, the 3-cliques generation from the 2-clique sub-list sharing vertex a, and that from the 2-
clique sub-list sharing vertex b are independent of each other.  
The new algorithm Clique Enumerator has the following advantages. First, it enumerates maximal cliques in 
non-decreasing order.  Second, it keeps only the candidate k-cliques to generate (k+1)-cliques and deletes a k-clique 
sub-list once (k+1)-cliques are generated from it. Third, bit representation of neighbors allows fast bit operation to 
decide if a clique is maximal or not. The procedure to decide if a clique is maximal is just to check bit ‘1’ existence 
in a bit string of length n. Finally, the algorithm is parallel because the generation of (k+1)-cliques from one k-clique 
sub-list is independent of any other k-clique sub-lists, and the procedure to check if a clique is maximal is 
independent of any other cliques. 
 
Theoretical analysis 
Given a graph G = (V, E), let n = |V|, m = |E|. Let N[k] be the number of candidate k-clique sub-lists, and M[k] be the 
total number of candidate k-cliques. Initially, we have N[2] ≤ (n-2) and M[2] = m, because  only the first (n-2) 
vertices are possible to generate 2-clique sub-lists containing more than one clique, and there are only m edges. At 
each step k, assuming we have N[k] and M[k], then N[k+1] ≤ (M[k] – 2N[k]), because all candidate k-cliques but 
those who are the last two in each k-clique sub-list are possible to generate (k+1)-clique sub-lists that contain more 
than one clique. Each (k+1)-clique sub-list contains at most (n-k) cliques. And then we have M[k+1] ≤ (1/2)*(M[k]-
2N[k])*(n-k), because only the common neighbors with higher indices are compared to generate (k+1)-cliques, 
which leads the total number to be half of the product.  
  
 
Figure 4: An example of the new algorithm applied to a graph. 
For each k-clique sub-list, the run time for checking adjacency of pairs of common neighbors is O((n-k)2). 
Moreover, checking if a k-clique is maximal takes O(n) (in the worst case). Therefore, the run time of step k is O((n-
k)2*N[k] + n*M[k]).  As to the space requirement, assume each vertex index takes c bytes, then at each step k, the 
algorithm would need M[k]*c + N[k]*((k-1)*c+⎡n/8⎤) bytes to hold all the candidate k-cliques, and 
N[k]*sizeof(pointers) more bytes to keep the pointers to the sub-lists. 
Since our algorithm uses bit strings to represent the common neighbors of a clique, there is another way to 
generate (k+1)-cliques by taking advantage of the bit strings. Going through each bit of the bit string, we are able to 
identify the common neighbors. By skipping all the bits that represent vertices whose index lower than the highest 
index vertex in the clique, the duplication of clique generation could be avoided. However, we do not use this 
method because for each clique, every bit in the bit string of length n must be visited, which requires n comparisons 
while our method checks only the list of common neighbors whose size is bounded by (n-k).  
 
Parallelism for shared-memory machines 
Our parallel technique is based on the fact that the generation of (k+1)-cliques from a k-clique sub-list is 
independent of any other k-clique sub-lists. The multithreaded implementation for shared-memory machines can 
take advantage of multi-processor shared-memory architecture, because a large amount of memory is required to 
hold the large data structure.  
This approach is not as easy as it sounds. First, we want to keep the desired feature of the sequential algorithm 
that enumerates cliques in non-decreasing order, so the multiple threads need to be synchronized to work on 
generating cliques of the same size. Second, we want each thread to work on its local instance as much as possible to 
avoid too much remote memory access. Third, we want the loads to be balanced among the threads. The need for 
load balancing is obvious in our Clique Enumerator, since the number of cliques generated could vary tremendously 
from one sub-list to another. We use a centralized dynamic load balancing technique to transfer some work from 
heavy loaded threads to light-loaded (or idle) ones. However, a thread working on loads transferred from other 
threads has to access the remote memory over that processor, which will mitigate the benefit of balanced loads and 
even worsen the problem if the load balancing is not carefully performed. Thus, while multiple threads are forked to 
perform clique generation simultaneously and independently, a dynamic task scheduler is used to synchronize 
multiple threads, to collect partial results, to make load-balancing decisions and to transfer loads among threads. 
This is done at each step k.  
The multithreaded algorithm takes as input a list of k-cliques. The task scheduler divides all k-cliques evenly to 
multiple threads and then signals them to start enumerating (k+1)-cliques. When all threads finish their work, they 
update their results and wait for next start signal from the task scheduler. The task scheduler collects the results from 
threads, makes the load-balancing decision, and redistributes the work. The task scheduler signals all threads to quit 
when no candidate (k+1)-cliques are generated by all threads. 
  
There is no communication required when threads perform clique enumeration operation, because they all 
work independently. Also there is no communication required among threads when the load balancing is performed 
because the large data structure is shared in the memory. Although we use the word “transferred,” we don't mean 
that data is physically transferred, only that addresses are passed. This is also one of the reasons why shared-
memory machines are preferred over distributed-memory machines. The task scheduler has to be smart when it 
makes a decision to transfer tasks among threads. After collecting results from all threads, it identifies the heavy-
loaded threads, and light-loaded threads will help the heaviest-loaded thread. This is achieved as follows: if the 
difference between two threads is greater than a certain threshold, a load transfer decision is made. In our algorithm 
the threshold is determined based on the graph size, the total amount of current load, and differences of their loads 
from the average load (details are suppressed).  
 
3.  Performance evaluation 
In this section, we evaluate the performance of the sequential and multithreaded implementations of the Clique 
Enumerator algorithm. We also measure the amount of memory required by the algorithm. The measurements are 
performed on an SGI Altix with 256 Intel Itanium 2 processors running at 1.5 GHz, and 8 GB of memory per 
processor for a total of 2 Terabytes shared system memory.  
The graphs tested in this section were generated from raw microarray data after normalization, pairwise rank 
coefficient calculation, and filtering using threshold [16].  Two of the graphs were generated from neurobiological 
datasets, where each graph contains 12422 vertices, one with 6151 edges (0.008% edge density), the other with 
229297 edges (0.3% edge density) [17].  The third graph was generated from myogenic differentiation data, and 
contains 2895 vertices with 10914 edges (0.2% edge density) [41].  Applying Clique Enumerator to these graphs, 
we found the maximum clique size to be 17, 110, and 28 for each graph, respectively. Each experiment was repeated 
10 times and the average is reported.  
Table 1 presents run times for the Kose RAM and sequential Clique Enumerator algorithms that enumerate 
maximal cliques ranging in size from 3 to 17 on the 12,422 vertex graph using a 1GHz PowerPC G4. Clique 
Enumerator is more than three hundred times faster than the Kose RAM, due to the fast bit operations and reduced 
candidate cliques-sets to be checked, which reduces not only the execution time, but also the memory requirements.  
Figure 5 shows the run times of the multithreaded implementation with load balancing to enumerate maximal 
cliques from different initial size (Init_K) on the 2,895 vertices graph using up to 256 processors on an SGI Altix 
3700. The run times are the average from 10 different runs and the standard deviations are within 5% of run times. 
From the figure, we can see that the run times scale well for up to 64 processors, and still scale when using 128 
processors, though the performance degrades a little when 256 processors are used. The two measures are 
calculated: the absolute speedup defined as the ratio between p processors and one processor run times and the 
relative speedup defined as the ratio between 2p processors and p processors run times. The absolute and relative 
speedups for up to 64 processors are plotted in Figure 6, which shows that the relative speedups remain around 1.8 
when the number of processors increases. This performance pattern is observed for all different initial clique sizes 
from 3 to 20, though the absolute speedups for case Init_K=3 are better than the absolute speedups for the other 
three cases. Another observation from Figure 5 is that when the initial clique size increases by one, the run times 
decrease by almost half. This indicates that the larger the lower bound on clique size is chosen, the shorter the 
program is executed.  
Graph Size Edge Density Maximal Clique Size Kose RAM Sequential algorithm Speedup 
12,422 0.008% [3, 17] 17261 sec. 45 sec. 383 
 
Table 1. Run times on a Mac PowerPC G4 running at 1GHz with 1GB memory for Kose et al algorithm 
and our sequential Clique Enumerator algorithm. 
  
Run Times to enumerate maximal cliques of different initial 
clique size for a graph with 2895 vertices and 0.2% edge density
0
50
100
150
200
250
300
350
1 2 4 8 16 32 64 128 256
Number of Processors
Init_K = 18 Init_K = 19 Init_K = 20
 
Figure 5. Average run times to enumerate maximal cliques from different initial clique sizes (Init_K) for the 
2,895 vertices and 0.2% edge density graph using up to 256 processors on an SGI Altix 3700. 
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Figure 6. Absolute speedups and relative speedups for different initial clique sizes using up to 64 processors. 
We have observed that the multithreaded program scales almost linearly up to 64 processors, but not on 256 
processors.  The lack of scalability for 256 processors is largely due to the small execution time of the serial 
implementation, which becomes almost negligible when divided among 256 processors and is dominated by 
network and synchronization latency. As shown in Figure 7, the absolute speedup for 256 processors increases when 
the sequential run time increases. The speedup will go up from 22 to 51 when the sequential run time increases from 
98 seconds for Init_K=20 to 1,948 seconds for Init_K=3. Similar behavior is observed for 128 processors. In other 
words, various problem sizes with different execution times have their optimal number of processors to take the 
maximum benefit from the parallel Clique Enumerator algorithm.  
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Figure 7. Absolute speedups for different initial clique 
sizes using 256 processors versus different sequential 
execution times. 
Figure 8. Load balancing of run times across 
multiple processors on the 2895 vertices graph with 
Init_K=18 using up to 16 processors 
We also plot the mean and standard deviation of the execution time across different processors on the 2,895 
vertices graph with Init_K=18 in Figure 8 to show the load balancing of the program. We can see that the standard 
deviations are within 10% of the average run times, which indicates the load are quite balanced across multiple 
processors during execution. We plot for up to only 16 processors here because the mean and standard deviation 
become a single point starting from 32 processors. 
Finally, we enumerate all cliques of size from 3 to maximum size for denser graphs to understand the memory 
requirements of the Clique Enumerator algorithm. Figure 9 shows the memory used to keep all cliques of different 
sizes during the procedure of clique enumeration on the graph with 2,895 vertices.  The memory usage first 
increases with clique size and goes up to almost 20 GB when clique size reaches 13, then it begins to drop quickly. 
When we test the algorithm on the 12,422 vertices denser graph, the program has consumed 607 GB memory to hold 
new generated (k+1)-cliques and 404 GB to hold k-cliques, when it is terminated after 12 hours running. Thus, we 
can see the algorithm does take advantage of the shared memory architecture. Also, if we choose a lower bound of 
clique size that is large enough to avoid the greatest memory requirement region and small enough still to be 
interesting for the application, the Clique Enumerator would be able to enumerate maximal cliques within the range 
efficiently. 
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Figure 9: Memory usage in Gigabytes for enumerating cliques of different sizes. 
 
 
4. Conclusions and directions for future work 
We have shown that genome-scale elucidation of biological networks can be computationally feasible.  Our careful 
design of the framework takes advantage of very large globally addressable data representation, and its parallel 
implementation provides a linear speedup over previous sequential approaches. At the center of our approach is a 
compact bitmap data representation that stores the minimum needed amount of information and resides in-core of 
large shared memory architectures. The compact representation allows very fast bitwise logical operations that 
replace computations previously accomplished in loops. Also, the sparcity of the bitmap memory index can 
  
potentially provide high compression rate and allow for bitwise operations to be performed on the compressed data. 
The work in this direction is underway. Further, the search space is naturally partitioned so that the most demanding 
part of the algorithm can be confined to each partition and need not consider any partition interactions, or inter-
process communications. Finally, the run-time distribution of work among computational threads by the master 
assures load balancing.  
We tested our approach on gene expression networks derived from the Affymetrix U74Av2 microarray data 
used to test 12,422 probe sets in samples from the brain of Mus musculus – the size far exceeding any previously 
attempted networks. The cliques generated by the Clique Enumerator allow us to extract correlated sets of traits 
from the very large correlation matrices that are generated in genetic correlation analysis. The result is to reduce the 
dimensionality of the data matrix, which allows us 1) to adjust more appropriately for the number of independent 
hypotheses being tested, and 2) to examine the major systems and pathways that are involved in the large data set. 
Existing clustering and PCA methods require reduction of the input data set, and many arbitrary filtering criteria are 
in place. The clique approach allows us to maintain our analytic focus on the entire data matrix. Our analysis of 
cliques allowed us to detect the most highly connected vertex, corresponding to expression of Lin7c. This gene is 
involved in the formation of multiprotein complexes at the synapse. We have also been able to examine the relation 
of these small cliques, and large subgraphs of which they are a part, overlaying both graphs of genetic causality for 
the correlations, and phenotypic relations. This is only possible because we are exploiting a large-scale genetic 
correlation approach. The use of clique extraction has allowed us to identify the highly connected gene sets, which 
are genetically covarying in this experimental system, and therefore, which are co-regulated through pathways 
affected by genetic polymorphisms. We have found that approximately 7 – 10 polymorphic loci are responsible for 
the regulation of a highly connected group of over 1950 transcripts. These transcripts function in the process of 
synaptic modification and synaptic translation. The work we have done reveals that there are several individual 
differences in these endo-phenotypes, which are associated with variation in several of the 1400 published 
phenotypes obtained in this mouse reference population [17].  
Our central focus has been on maximal clique. In this effort it is often useful first to identify the size of a 
graph’s maximum clique, a classic NP-complete problem.  To solve maximum clique efficiently, we turn to the 
notion of fixed parameter tractability (FPT), whose origins can be traced at least as far back as our work done to 
show that a variety of parameterized problems are tractable when the relevant input parameter is fixed [35, 36]. 
Unfortunately, clique is not FPT unless the W hierarchy collapses [33]. Thus we focus instead on clique’s 
complementary dual, the vertex cover problem with our fastest implementations described in [39].  Like maximal 
clique, maximum clique via vertex cover can be solved on much larger scales with monolithic shared memory 
architectures and careful storage utilization techniques. 
Clique is but one of many NP-complete problems in high-throughput computational biology that can benefit 
from an approach such as the one we have described here.  In phylogenetic footprinting, for example, it is feedback 
vertex set that is the crucial combinatorial problem [42].  We have recently devised the asymptotically-fastest 
currently-known algorithms for feedback vertex set [43]. Our methods make extensive use of branching [33] (not to 
be confused with branch and bound), and so benefit from immense shared memory.  Moreover, exact algorithms for 
difficult combinatorial problems such as these frequently use recursive backtracking, and model their search space 
by a tree in which a depth-first traversal is used to identify optimum solutions.  Input instances are typically huge. 
The effectiveness of these methods thus frequently relies heavily on judicious memory management.   
As a final example of future work, we should not overlook dynamic programming.   This ubiquitous technique 
needs no introduction.  It is employed for a myriad of problems in computational biology and many other fields.  In 
this context, however, it is worth remembering that with dynamic programming we generally trade space for time.  
In the case of NP-complete problems in particular, the time saved is offset by gigantic storage requirements.  Paging, 
thrashing and other potential side-effects of out-of-core implementations are apt to negate the time savings expected 
with dynamic programming unless memory intensive management techniques are applied. 
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