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Abstrakt 
Tato bakalářská práce seznamuje čtenáře s mikrokontrolérem MC9S08LH64 a jeho 
jednotlivými moduly, například A/D převodníkem, zdrojem hodinového signálu, ovladačem 
LCD displeje, sériovým komunikačním rozhraním a časovačem. Uvádí také základní 
informace o perifériích, které jsou spolu s tímto mikrokontrolérem osazené na vývojové 
desce TWR-S08LH64, tedy o LCD displeji GD-5306P a akcelerometru MMA7361L. 
Dále je práce zaměřena na vypracování zadání pěti laboratorních úloh s použitím 
mikrokontroléru MC9S08LH64, LCD displeje, akcelerometru a s ním souvisejícího A/D 
převodníku. Součástí práce je také popis použití časovače a sériového komunikačního 
rozhraní. Každá z těchto úloh obsahuje zadání, popis ovládacích a zobrazovacích prvků, 
popis programu a s ním související vývojový diagram a postup zpracování úlohy. Všechny 
postupy jsou vyzkoušené a vedou programátora krok po kroku tvorbou programu od založení 
nového projektu až po funkční, celistvý a všechny body zadání splňující program. 
Část práce je věnována popisu knihoven, včetně procedur v nich obsažených, pro 
ovládání A/D převodníku, LCD displeje, zdroje hodinového signálu, přerušení, sériového 
komunikačního rozhraní a časovače. Především se jedná o procedury pro inicializaci zařízení 
při startu programu. 
Výsledkem této práce je pět kompletně naprogramovaných a odladěných programů pro 
mikrokontrolér, jejichž ovládání je patrné z vývojových diagramů a popsané u každé úlohy, a 
dva počítačové programy související s těmi laboratorními úlohami, které s počítačem 
komunikují. Tyto velmi snadno ovladatelné počítačové programy jsou odladěné a 
vyzkoušené na několika různých počítačích s operačními systémy WinXP i Win7. 
 
Klíčová slova 
mikrokontrolér MC9S08LH64, vývojová deska TWR-S08LH64, LCD displej GD-5306P, 
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minutkou a stopkami, Elektronická vodováha, Měření vstupního napětí a generování 
výstražných alarmů, Přenos informací z akcelerometru do nadřazeného počítače, Měřič 
napětí a zobrazovač průběhu jeho velikosti na PC, knihovna pro ovládání LCD displeje
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Abstract 
This bachelor thesis introduces  microcontroller MC9S08LH64 and its modules such as 
analog to digital converter, internal clock source, liquid crystal display driver, serial 
communication interface and time of day module. It also containes some basic information 
about peripheries, which are on the development board TWR-S08LH64 together with the 
microcontroller. The peripheries are LCD display GD-5306P and accelerometer 
MMA7361L. 
Thesis continues with elaboration of five laboratory exercises in which microcontroller, 
LCD display, accelerometer and A/D converter are used.  The description of  time of day 
module and serial communication interface using is contained. Each of laboratory exercise 
contains problem description, functions of indicators and buttons, program description, flow 
diagram and programming technique. All the techniques are proved and lead programmer 
step-by-step through programming of the exercise from creating a new project to functional  
program. 
One part of the thesis describes  libraries and  procedures for driving A/D converter, LCD 
display, internal clock source, interrupts, serial communication interface and time of day 
module are included. Most of the procedures initialize the modules at the begining of the 
program. 
The result of this thesis is five programmed and debuged programs for microcontroller. 
The operating of the programs  is described in flow diagrams. In addition two programs for 
computer, which communicate with some programs for microcontroller, was programmed. 
This computer programs are very easy to use and they are debuged and tested on several 
computers running WinXP and Win7. 
 
Keywords 
microcontroller MC9S08LH64, development board TWR-S08LH64, LCD display GD-
5306P, accelerometer MMA7361L, laboratory exercise, Clock With Countdown and 
Stopwatch, Electronic Bubble, Input Voltage Measuring and Generating Alarms, 
Accelerometer Data Transmission Into Superior a Personal Computer, Volt-Meter With 
Graph Indicator on a Personal Computer, library for driving LCD display 
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1. Úvod 
Cílem bakalářské práce je vytvořit zadání laboratorních úloh pro mikrokontroléry řady 
MC9S08LH s využitím displeje. Tyto úlohy budou určeny pro studenty nižších ročníků 
elektrotechnické fakulty. 
Práce nejprve shrnuje základní informace o mikrokontrolérech řady MC9S08LH a 
vývojové desce TWR-S08LH64, LCD displeji GD-5306P a akcelerometru MMA7361L. 
V další části práce se zabývám vytvořením knihovny funkcí v jazyce C pro ovládání 
displeje. 
V hlavní části práce se zaměřuji na realizaci pěti navržených laboratorních úloh 
demonstrujících použití LCD displeje, akcelerometru, A/D převodníků a případně dalších 
periférií mikrokontrolérů řady MC9S08LH. Úlohy jsou seřazeny podle obtížnosti. 
První úloha se zabývá jednoduchým programem představujícím hodiny. Následují úlohy 
jsou obtížnější, protože vyžadují komunikaci mikrokontroléru s počítačem včetně zjišťování 
stavu komunikace. Přitom zkušenosti získané v jedné úloze budou studenti moci využít a 
rozšířit v úlohách navazujících. 
Názvy úloh jsou následující: Hodiny s minutkou a stopkami, Elektronická vodováha, 
Měření vstupního napětí a generování výstražných alarmů, Přenos informací z akcelerometru 
do nadřazeného počítače, Měřič napětí a zobrazovač průběhu jeho velikosti na PC. 
Pro každou úlohu je vypracováno zadání s návodem, je vytvořen a odladěn vzorový 
program v jazyce C. 
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2. Základní informace o mikrokontroléru a jeho perifériích 
na vývojové desce TWR-S08LH64 
2.1. Mikrokontroléry řady MC9S08LH 
Obsahuje osmibitovou CPU, která pracuje s frekvencí až do 40 MHz (pro napájecí napětí 
od 2,1 V do 3,6 V) nebo do 20 MHz (pro napájecí napětí od 1,8 V do 2,1 V). Podporuje 32 
zdrojů přerušení. [2][3] 
Umožňuje využívat externí i interní zdroj hodinového signálu. Externí oscilátor může mít 
frekvence v rozmezí 31,25 kHz až 38,4 kHz nebo 1 MHz až 16 MHz. Interní zdroj poskytuje 
frekvence v rozmezí 1 MHz až 20 MHz. [2][3] 
Dále obsahuje následující periferie: [2][3] 
 LCD ovladač s nábojovou pumpou; 
 analogově-digitální převodník s postupnou aproximací a rozlišením až 16 bitů, jeden 
diferenční vstup a osm single-ended vstupů s dobou převodu 2,5 µs a možností 
hardwarového průměrování až ze 32 vzorků; 
 IIC sběrnici; 
 analogový komparátor s nastavitelným generováním přerušení na náběžné nebo sestupné 
hraně nebo na obou hranách; 
 dva SCI moduly a jeden SPI modul; 
 jeden pulzně-šířkový modulátor; 
 osmibitový TOD modul poskytující přerušení po čtvrtině sekundy nebo po jedné 
sekundě; 
 na všech vstupech má nastavenou hysterezi a možnost připojení pull-up rezistorů. 
2.2. Vývojová deska TWR-S08LH64 
Je to vývojová deska pro mikrokontrolér MC9S08LH64, která obsahuje následující 
prvky: jednootáčkový potenciometr 5k, mikrokontrolér MC9S08LH64, krystal 32,768 kHz, 
tříosý akcelerometr MMA7361L připojený na analogové vstupy procesoru, piezoreproduktor, 
světelný senzor s dolnofrekvenční propustí a zesilovačem, čtyři tlačítka a jedno restartovací 
tlačítko, čtyři LED, jeden LCD displej GD-5306P, rozhraní RS232. [4][6] 
2.3. LCD displej GD-5306P 
Jedná se o dvoufázově řízený displej s 2x28 piny a řídícím napětím o velikosti 2,7 V. [5] 
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Obrázek 2.1: Rozměry displeje a zapojení jeho segmentů [5] 
 
2.4. Analogový akcelerometr MMA7361L 
Akcelerometr MMA7361L se vyznačuje možností výběru rozsahu 1,5g nebo 6,0g. Pro 
oba tyto rozsahy poskytuje vysokou citlivost 800 mV/g pro rozsah 1,5g a 206 mV/g pro 
rozsah 6,0g. Dále poskytuje detekci volného pádu, které se využívá v noteboocích a dalších 
zařízeních obsahujících pevné disky. Výstupní signál je upravován jednoduchou 
dolnofrekvenční propustí. Její horní mezní frekvence je pro osy x a y 400 Hz a pro osu 
z 300 Hz. Rezonanční frekvence snímačů ve směrech osy x a y je 6,0 kHz a snímačů ve 
směru osy z je 3,4 kHz. Velikost nelinearity je ±1 % z rozsahu. Akcelerometr pracuje na 
principu kapacitních čidel. [1] 
Jak je znázorněno v následujícím obrázku, zrychlení 0g odpovídá napětí 1,65 V. Při 
rozsahu 1,5g potom zrychlení +1g odpovídá napětí 2,45 V a zrychlení -1g odpovídá napětí 
0,85 V. [1] 
 
 
 
Obrázek 2.2: Umístění akcelerometru v souřadné soustavě 
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3. Knihovna pro ovládání LCD 
3.1. Procedura void LCD_Init(void); 
Stará se o inicializaci displeje po spuštění programu tak, aby mohl být dále používán 
ostatními procedurami a funkcemi z této knihovny. Postup při inicializaci je následující: [3] 
LCDC0 registr: zvolit externí zdroj hodinového signálu. 
LCDRVC registr: zvolit napájecí napětí displeje (3 V) a aktivovat výstup (Table 13-20 
poslední řádek [3]). 
LCDSUPLLY registr: aktivovat nábojovou pumpu, nastavit ji pro zdvojení napětí, 
nastavit frekvenci hodinového signálu pro nábojovou pumpu (682,7 Hz, Figure 13-12 [3]). 
LCDC1 registr: vypínat displej v úsporném režimu. 
LCDC0 registr: nastavit délku pracovního cyklu na ½ (displej je řízený dvěma fázemi) a 
obnovovací frekvenci displeje (32Hz, Table 13-13 [3]). 
LCDPEN registr: nastavuje piny displeje, které jsou používány jako frontplane – tedy pro 
ovládání jednotlivých segmentů displeje. 
LCDBPEN registr: nastavuje piny displeje, které jsou používány jako backplane – tedy 
pro přepínání mezi skupinami segmentů displeje podle jednotlivých fází. 
LCDC0 registr: zapnout celý displej. 
Tabulka 3.1: Popis nastavení registrů LCDWF, LCDPEN a LCDBPEN 
PIN 1 2 3 4 5 6 7 8 9 10 11 12 
COM1 MO P0 P3 P4 TU 1B 1C 1D WE TH 2B 2C 
COM2 T1 P1 P2 NC 1A 1F 1G 1E COL 2A 2F 2G 
LCDWF 0 1 2 3 4 5 6 7 13 14 15 16 
LCDPEN 0 0 0 0 0 0 0 0 1 1 1 2 
LCDBPEN - - - - - - - - - - - - 
                          
PIN 13 14 15 16 17 18 19 20 21 22 23 24 
COM1 2D FR HOT COLD 3B 3C 3D AM FLTR 4D 4E 4F 
COM2 2E 3A SA SU 3F 3G 3E PM HOLD 5D 4C 4G 
LCDWF 17 18 19 20 21 22 23 24 25 26 27 28 
LCDPEN 2 2 2 2 2 2 2 3 3 3 3 3 
LCDBPEN - - - - - - - - - - - - 
                          
PIN 25 26 27 28 29 30 
  
COM1 4A 5E 5F 5A COM1 NC 
COM2 4B 5C 5G 5B NC COM2 
LCDWF 29 30 38 39 40 41 
LCDPEN 3 3 4 4 5 5 
LCDBPEN - - - - 5 5   
 
Nakonec procedura vymaže všechny segmenty na displeji, aby byl připraven pro další 
operace. 
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3.2. Procedura void SwitchAllSegmentsOff(void); 
Tato procedura pouze zhasne všechny segmenty displeje tím, že všechny registry 
LCDWF uvedené v tabulce nastaví na hodnotu nula. 
3.3. Procedura void AlfaNum(enum TAlfaNum what,enum TDisplay 
which); 
Zajišťuje zobrazování alfanumerických znaků na displeji. Těmito znaky jsou 0..9 a A..F 
pro všeobecné použití a dále pro použití v úloze č. 1 jsou zde nadefinované znaky H, M, S a 
dále pro použití v úloze č. 2 jsou nadefinované dva znaky, které indikují, zda je právě 
zobrazována numerická velikost výchylky ve směru osy x nebo osy y, a dalších šest znaků, 
které indikují směr náklonu akcelerometru (záporný náklon znamená doleva nebo k uživateli, 
kladný náklon znamená doprava nebo od uživatele). 
První parametr procedury je výčtový typ, který udává, jaký znak je třeba zobrazit. Je 
nadefinován takto: 
enum TAlfaNum 
{      
 _0,_1,_2,_3,_4,_5,_6,_7,_8,_9,_A,_B,_C,_D,_E,_F,_H,_M,_S,
 _X,_Y,_mX,_mY,_zX,_zY,_pX,_pY,__   
}; 
Znak, který chceme zobrazit, je uvozen podtržítkem. Pokud chceme jakýkoliv znak 
smazat, použijeme podtržítka dvě. 
Druhý parametr procedury je také výčtový typ, který udává, kam se již vybraný znak 
zobrazí. Je nadefinován takto: 
enum TDisplay 
{ 
 D0,D1,D2,D3,D4,D5 
}; 
Alfanumerické zobrazovače jsou indexovány od nuly a číslovány zleva doprava. U znaků 
_X.._pY je umístění pevně zadáno a nezáleží na druhém parametru. 
3.4. Procedura void Battery(enum TCharge charge); 
Tato procedura zobrazuje segmenty baterie v levém horním rohu displeje. Vstupním 
parametrem je opět výčtový typ: 
enum TCharge 
{ 
 Ch0,Ch1,Ch2,Ch3,Ch4,Ch_ 
}; 
Pokud je parametrem Ch0, je zobrazeno ohraničení. Hodnoty Ch1..Ch4 zobrazují 
segmenty uvnitř ohraničení, přičemž jsou vždy zobrazeny všechny segmenty vlevo (Ch1 
zobrazí první segment + ohraničení, Ch2 zobrazí druhý segment + první segment + 
ohraničení, ...). Hodnota Ch_ opět slouží pro vymazání této části displeje. 
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3.5. Procedura void BatteryWarning(enum TCharge charge); 
Je podobná předchozí proceduře, liší se jen v tom, že zobrazuje vždy pouze jeden 
segment (Ch0 zobrazí ohraničení, Ch1 zobrazí první segment a ostatní tři vymaže, Ch2 
zobrazí druhý segment a ostatní tři vymaže, …).  
Tato procedura je použita pouze v úloze č. 2 pro zobrazení druhu nastavené výstrahy. 
3.6. Procedura void DayOfWeek(enum TDayOfWeek day); 
Zobrazuje vždy jeden den v týdnu v závislosti na parametru, který je nadefinován takto:  
enum TDayOfWeek 
{ 
 Monday,Tuesday,Wednesday,Thursday,Friday,Saturday,Sunday,
 Day_ 
}; 
3.7. Procedura void DayOfWeekBar(enum TDayOfWeek day); 
Je podobná jako předchozí a má stejný typ parametru, ale zobrazuje i všechny 
segmenty vlevo od segmentu zvoleného parametrem (Monday zobrazí segment MO,  
Tuesday zobrazí segment MO a TU, …) 
3.8. Procedura void PeriodOfDay(enum TPeriodOfDay period); 
Tato procedura zobrazuje segmenty AM a PM. Vstupní parametr je výčtový typ: 
enum TPeriodOfDay 
{ 
 AM,PM,Period_ 
}; 
3.9. Procedura void Temperature(enum TTemperature temperature); 
Tato procedura zobrazuje segmenty „hvězdička” a „plamínek”. 
enum TTemperature 
{ 
 Cold,Hot,Temperature_ 
}; 
3.10. Procedura void Others(enum TOthers others); 
Zobrazuje a maže segmenty, které nelze přiřadit do žádné z předchozích skupin. Jsou to: 
dvojtečka, HOLD, FLTR. 
enum TOthers 
{ 
 Hold,Fltr,Colon,Hold_,Fltr_,Colon_ 
}; 
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4. Laboratorní úlohy 
4.1. Hodiny s minutkou a stopkami 
4.1.1. Zadání 
1) Seznamte se s knihovnou pro ovládání LCD displeje GD-5306P. 
2) Seznamte se s knihovnou pro ovládání časovače bez použití přerušení. 
3) Vytvořte program, který bude na displeji zobrazovat vždy jednu z funkcí 
hodiny/minutka/stopky, mezi kterými se bude moci přepínat použitím tlačítek. Ostatní právě 
nezobrazené funkce však musí být schopné běhu na pozadí. 
4.1.2. Popis ovládacích a zobrazovacích prvků 
 
Obrázek 4.1: Popis funkce segmentů displeje 
 
▓… zobrazení řádu sekund, minut a hodin 
pro hodiny, stopky a minutku 
▓… zobrazení řádu dnů pro hodiny 
▓… zobrazení řádu dnů pro hodiny 
▓… tyto segmenty indikují, co je aktuálně 
zobrazeno (H – hodiny; S – stopky; M – 
minutka). 
 
 
 
 
 
 
 
 
 
 
 
Obrázek 4.2: Popis funkce tlačítek a LED diod 
  
▓… přepínání zobrazení 
hodin/stopek/minut 
▓… 1) pokud jsou zobrazeny hodiny, 
zvyšuje řád dnů 
 2) pokud jsou zobrazeny stopky, 
vynuluje je 
 3) pokud je zobrazena minutka, 
spouští ji 
▓… 1) pokud jsou zobrazeny hodiny, 
zvyšuje řád hodin 
 2) pokud jsou zobrazeny stopky, 
zastavuje je 
 3) pokud je zobrazena minutka, 
zvyšuje řád hodin 
▓… 1) pokud jsou zobrazeny hodiny, 
zvyšuje řád minut 
 2) pokud jsou zobrazeny stopky, 
spouští je. 
 3) pokud je zobrazena minutka, 
zvyšuje řád minut 
▓… indikace běhu hodin 
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▓… indikace běhu stopek 
▓… indikace běhu minutky 
4.1.3. Popis programu 
Běh programu se začíná provedením inicializace zdroje hodinového signálu, displeje a 
časovače a jeho nastavením na jednu sekundu.  
Následuje cyklické provádění následujících kroků. Je otestováno, zda doběhl časovač 
nastavený na jednu sekundu. Pokud doběhl, je postupně zjištěno, zda běží hodiny, minutka a 
stopky, a pokud ano, jsou upraveny příslušné hodnoty. U minutky je ještě nutno testovat, zda 
již její hodnoty nejsou nulové, a pokud ano, je zastavena a je provedeno oznámení písknutím. 
Nakonec jsou na displeji zobrazeny aktualizované hodnoty a program přejde k dalšímu kroku 
nekonečného cyklu. 
Pokud časovač nedoběhl, jsou postupně otestována všechna čtyři tlačítka, zda nebylo 
některé z nich zmáčknuté. Následně jsou provedeny procedury, které se při zmáčknutí 
tlačítka volají. 
 Funkce jednotlivých tlačítek jsou popsány v následující tabulce: 
Tabulka 4.1: Popis funkcí při zmáčknutí tlačítek 
ZMÁČKNUTÉ TLAČÍTKO CO JE ZOBRAZENO FUNKCE 
HODINY přepnout zobrazení na stopky 
STOPKY přepnout zobrazení na minutku SW4 
MINUTKA přepnout zobrazení na hodiny 
HODINY zvýšit řád dnů o polovinu dne 
STOPKY vynulovat stopky SW3 
MINUTKA spustit minutku 
HODINY zvýšit řád hodin o jednu 
STOPKY zastavit stopky SW2 
MINUTKA zvýšit řád minut o jednu 
HODINY zvýšit řád minut o jednu 
STOPKY spustit stopky SW1 
MINUTKA zvýšit řád sekund o jednu 
4.1.4. Postup zpracování úlohy 
Ihned na začátku programu je nutno provést inicializaci modulů a nastavení vstupů a 
výstupů. Samozřejmě je důležité nastavit zdroj hodinového signálu (knihovna ICS), časovač 
(knihovna Timer)a nastavit ho na jednu sekundu (knihovna Interrupts), a LCD displej 
(knihovna Display). Pokud neprovedeme makro EnableInterrupts ze souboru hidef.h, 
nebudou přerušení používána a stav časovače zjistíme podmínkou. Dále je třeba nastavit 
port A a port C tak, jak je uvedeno v popisu ovládacích prvků. K tlačítkům SW1, SW2 a 
SW3, na rozdíl od SW4, je nutno připojit pull-up rezistory. Nakonec je nutno spustit časovač. 
Také je zapotřebí nadeklarovat některé důležité proměnné. Proměnné Hodiny, Stopky a 
Minutka, které udávají, zda příslušná funkce je aktivovaná, nebo není, a proměnnou 
Zobrazeno, která říká, co má být zobrazováno na displeji. Tu inicializujeme tak, aby program 
po zapnutí zobrazovat hodiny. Nesmíme zapomenout na zobrazení dvojtečky. 
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Celý program je napsán v jednom nekonečném cyklu. Na počátku tohoto cyklu se 
program musí dělit do dvou větví v závislosti na tom, zda doběhl časovač nebo nikoliv. 
Začneme tou větví programu, která je vykonávána častěji, tedy pokud časovač ještě 
nedoběhl. Tato část se stará o obsluhu tlačítek a volání procedur, které jsou s nimi spojené. 
Ověřování zmáčknutí tlačítka je provedeno následujícím způsobem: program si pamatuje 
stav tlačítka v minulém kroku a zjišťuje stav tlačítka v aktuálním kroku. Pokud se tyto dva 
stavy liší (tlačítko je rozepnuté a v dalším kroku sepnuté, opačně program nereaguje), je 
tlačítko vyhodnoceno jako sepnuté. 
Při sepnutí tlačítka SW4 je zavolána procedura Přepnout zobrazení. Pouze tedy upraví 
hodnotu předávaného parametru viz Tabulka 4.1. 
Pokud bylo sepnuto tlačítko SW3, je zavolána procedura Nastavení 3. Pokud jsou 
zobrazeny hodiny, zvětší o jednu řád dnů. V případě, že jsou zobrazeny stopky, vynuluje je. 
A pokud je zobrazena minutka, spouští ji (zároveň rozsvítí příslušnou LED). 
Tlačítko SW2 způsobuje volání procedury Nastavení 2. Toto tlačítko u hodin zvyšuje řád 
hodin, stopky pozastavuje (zároveň zhasíná příslušnou LED) a u minutky zvyšuje řád minut. 
Tlačítkem SW1 je volána procedura Nastavení 1. Pokud jsou zobrazené hodiny, potom 
zvyšuje jejich řád minut, v případě, že jsou zobrazeny stopky, spouští je (zároveň rozsvítí 
příslušnou LED) a u minutky zvyšuje řád sekund. 
Nakonec této procedury je vhodné vložit krátký čekací cyklus pro ošetření zákmitů 
tlačítek. 
Indikace běhu hodin je zapnuta ihned na začátku programu po inicializaci modulů, 
protože hodiny nelze nijak vypnout.  
Ověření této části kódu lze tedy provést pozorováním změny stavu LED při manipulaci 
s tlačítky. Před zkouškou je důležité doplnit do druhé větve programu alespoň příkaz pro 
vyčištění příznaku časovače. 
Nyní lze přistoupit k části programu, která se vykonává, pokud doběhne časovač – tedy 
jednou za sekundu. 
Nejprve se ověří podmínka, zda běží hodiny. Pokud ano, jsou aktualizovány hodnoty 
jednotlivých proměnných, které se k hodinám vztahují (sekundy, minuty, hodiny, dny). 
Stejným způsobem se ověří podmínka, zda běží stopky a případně jsou aktualizovány 
hodnoty jejich proměnných (sekundy, minuty). 
Podobně program pracuje i v případě minutky, tam je však hodnoty proměnných 
(sekundy, minuty) potřeba snižovat, a pokud jsou obě proměnné nulové, je nutné upozornit 
na doběhnutí minutky. Minutka se tedy vypne změnou hodnoty uložené v proměnné 
Minutka, příslušná LED zhasne a ozve se písknutí. 
Po vyhodnocení všech těchto podmínek je ještě nutné zobrazit vše na displej. Program se 
tedy dělí do tří větví v závislosti na tom, co má být zobrazeno. Vše potřebné pro zobrazení 
údajů na displej je v knihovně Display. 
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4.1.5. Popis jednotlivých funkcí a procedur ve vývojovém 
diagramu a nových datových typů a globálních proměnných 
Start – Procedura prováděná ihned po startu a cyklicky pracující po celou dobu běhu 
programu. 
Přepnout zobrazení – Procedura přepínající mezi zobrazením hodin, stopek a minutky. 
 vstupně-výstupní parametry: udává, co je aktuálně zobrazeno   
Nastavení 1 – Procedura volaná při zmáčknutí tlačítka SW1 viz Tabulka 4.1. 
 vstupně-výstupní parametry:  1. udává, co je aktuálně zobrazeno 
     2. řád minut u hodin 
     3. běh stopek 
     4. řád sekund u minutky 
Nastavení 2 – Procedura volaná při zmáčknutí tlačítka SW2 viz Tabulka 4.1. 
 vstupně-výstupní parametry: 1. udává, co je aktuálně zobrazeno 
     2. řád hodin u hodin 
     3. běh stopek 
     4. řád minut u minutky 
Nastavení 3 – Procedura volaná při zmáčknutí tlačítka SW3 viz Tabulka 4.1. 
 vstupně-výstupní parametry: 1. udává, co je aktuálně zobrazeno 
     2. řád dnů u hodin 
     3. řád sekund a minut u stopek 
     4. běh minutky 
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4.1.6. Vývojový diagram 
 
Obrázek 4.3: Vývojový diagram 
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4.2. Elektronická vodováha 
4.2.1. Zadání 
1) Zopakujte si použití displeje GD-5306P a časovače z minulé úlohy. 
2) Seznamte se s knihovnou pro ovládání A/D převodníku s akcelerometrem MMA7361L. 
3) Dále se seznamte s použitím přerušení generovaného časovačem a klávesnicí. 
4) Naprogramujte úlohu, která bude představovat elektronickou vodováhu s číselným 
zobrazením velikosti výchylky od vodorovné roviny a grafickou indikací směru náklonu ve 
dvou osách a indikací vyvážení. 
5) Na displeji bude číselně zobrazována aktuální velikost výchylky od vodorovné roviny 
podle osy x a osy y ve stupňové míře.  
6) Pomocí přerušení generovaného klávesnicí musí mít uživatel možnost přepínat, zda se 
bude staticky zobrazovat pouze velikost výchylky ve směru osy x nebo pouze ve směru osy y 
nebo zda se budou obě osy po jedné sekundě střídat. 
4.2.2. Popis ovládacích a zobrazovacích prvků 
 
Obrázek 4.4: Popis funkce segmentů displeje 
 
▓… indikátor zobrazení výchylky ve 
směru osy x a na ▓ je aktuálně zobrazena 
velikost výchylky ve směru osy x 
▓… indikátor zobrazení výchylky ve 
směru osy y a na ▓ je aktuálně zobrazena 
velikost výchylky ve směru osy y 
▓… záporná výchylka ve směru osy x 
(deska nakloněna doleva) 
▓… vyvážení ve směru osy x 
▓… kladná výchylka ve směru osy x 
(deska nakloněna doprava) 
▓… záporná výchylka ve směru osy y 
(deska nakloněna k uživateli) 
 
Obrázek 4.5: Popis funkce tlačítek a LED diod 
 
▓… nastavení střídavého zobrazování 
výchylky ve směru osy x a osy y po jedné 
sekundě 
▓… stálé zobrazení výchylky ve směru 
osy x 
▓… stálé zobrazení výchylky ve směru 
osy y 
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▓… vyvážení ve směru osy y 
▓… kladná výchylka ve směru osy y 
(deska nakloněna od uživatele) 
▓… velikost výchylky ve směru osy x 
(pokud svítí ▓) nebo osy y (pokud svítí ▓) 
 
 
 
4.2.3. Popis programu 
Běh celého programu je patrný ve vývojovém diagramu. Po spuštění programu proběhne  
inicializace zdroje hodinového signálu, A/D převodníku, LCD displeje a časovače a 
přerušení generovaného klávesnicí a časovačem. Samozřejmě je zde také provedeno potřebné 
nastavení vstupů a výstupů mikrokontroléru. 
Výchozí nastavení programu je takové, že je staticky zobrazena výchylka ve směru osy x 
a časovač pro střídání obou os je tedy vypnutý. 
Po inicializaci modulů mikrokontroléru program začne vykonávat nekonečný cyklus 
tvořený následujícími kroky: A/D převod zrychlení ve směru osy x, provedení přepočtu ve 
směru osy x na úhel a indikace směru náklonu ve směru osy x, A/D převod zrychlení ve 
směru osy y, provedení přepočtu ve směru osy y na úhel a indikace směru náklonu ve směru 
osy y. Následuje zobrazení velikosti výchylky a celý cyklus se provádí od začátku. 
Pomocí přerušení vygenerovaného klávesnicí lze nastavovat různé módy zobrazování 
velikostí výchylek pro jednotlivé osy. Při přerušení vygenerovaného stiskem SW1 je 
nastaveno střídavé zobrazování ve směru osy x a osy y po jedné sekundě. Podobně je stiskem 
tlačítka SW2 je nastaveno zobrazování pouze ve směru osy x a tlačítkem SW3 je nastaveno 
zobrazování pouze ve směru osy y. 
Přerušení generované časovačem slouží pro přepínání zobrazování mezi velikostí 
odchylky ve směru osy x a ve směru osy y. Časovač je aktivován po zmáčknutí tlačítka SW1. 
Po spuštění musí být vypnutý. 
4.2.4. Postup zpracování úlohy 
Programování úlohy je nutno začít deklarací nového typu Tosa, který může nabývat 
hodnot osaX a osaY a deklarovat globální proměnnou Osa. Budeme také potřebovat lokální 
proměnné procedury Start pro uložení velikosti vypočítaného napětí (reálné číslo), velikostí 
obou úhlů (celé číslo) a pomocnou iterační proměnnou. 
Ihned na začátku programu je nutno provést inicializaci modulů a nastavení vstupů a 
výstupů. Samozřejmě je důležité nastavit zdroj hodinového signálu (knihovna ICS), 
A/D převodník (knihovna ADConverter), který podle zadání má být nastaven na převod 
z osy x, LCD displej (knihovna Display) a časovač (knihovna Timer). Dále je potřeba 
aktivovat potřebná přerušení generovaná klávesnicí a časovačem na dobu jedné sekundy 
(knihovna Interrupts). K tomu je nutné provést zavolání makra EnableInterrups ze souboru 
hidef.h. Dále je potřeba nastavit port A a port C tak, jak je uvedeno v popisu ovládacích 
prvků. K tlačítkům SW1, SW2 a SW3, na rozdíl od SW4, je nutno připojit pull-up rezistory. 
Samozřejmě je důležité provést inicializaci proměnné Osa. 
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Následný postup při programování již odpovídá postupu hlavního cyklu ve vývojovém 
diagramu. Pro A/D převod napětí na výstupu akcelerometru je nutno nastavit správný vstup 
A/D převodníku, čímž se zároveň převod spustí. V čekací smyčce se vyčká jeho dokončení a 
následně se provede přepočet na velikost úhlu ve stupních podle odvozené matematické 
funkce (1), (2), která je uvedena v posledním bodu postupu. Dále se provede zjištění 
znaménka úhlu (zde je vhodné rozšířit nulu na interval <-1;+1> až <-2;+2> pro zmírnění 
poblikávání údajů na displeji), v závislosti na něm grafické zobrazení směru náklonu na 
displeji (knihovna Display) a výpočet absolutní hodnoty úhlu. Tento postup se provede pro 
obě osy. 
Nyní můžeme vyzkoušet, zda správně funguje grafický indikátor směru náklonu. 
Poté se v závislosti na hodnotě globální proměnné Osa zobrazí numericky absolutní 
hodnota velikosti výchylky ve stupních a graficky se zobrazí indikátor popisující, zda je 
zobrazena výchylka ve směru osy x nebo osy y (knihovna Display).  
Nakonec hlavního cyklu je vhodné provést čekací smyčku o periodě alespoň 200 ms pro 
ošetření poblikávání displeje. 
Dále můžeme přistoupit k programování přerušovacích rutin. Při přerušení, které je 
vygenerováno časovačem, se pouze změní hodnota v proměnné Osa, aby po dobu následující 
sekundy byla zobrazována odchylka v opačné souřadnici než předtím. Pomocí tlačítek 
klávesnice se také mění hodnota proměnné Osa a na navíc je spouštěn a vypínán časovač tak, 
jak je uvedeno ve vývojovém diagramu. 
Funkce pro přepočet výsledku A/D převodu na úhel je následující: 
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Odvození předchozích funkcí i s doprovodnými grafy je provedeno v kapitole 8.Příloha 3. 
4.2.5. Popis jednotlivých funkcí a procedur ve vývojovém 
diagramu a nových datových typů a globálních proměnných 
Start – procedura vykonávaná ihned po startu programu. Pracuje cyklicky a nikdy 
nekončí. 
Přerušení generované klávesnicí – procedura prováděná po zmáčknutí jednoho 
z tlačítek. Slouží pro přepínání jednotlivých možností běhu programu. 
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Přerušení generované časovačem – procedura prováděná každou sekundu, která provádí 
přepínání mezi zobrazováním velikosti výchylky v obou osách. 
Tosa – výčtový typ, který obsahuje položky osaX a osaY. Proměnná tohoto typu udává, 
zda je na displeji aktuálně zobrazená hodnota výchylky v ose x nebo v ose y. 
4.2.6. Vývojový diagram 
 
Obrázek 4.6: Vývojový diagram 
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4.3. Měření vstupního napětí a generování výstražných alarmů  
4.3.1. Zadání 
1) Zopakujte si práci s LCD displejem GD-5306P a A/D převodníkem. 
2) Naprogramujte úlohu, která představuje jednoduchý voltmetr a zároveň komparátor. Ten 
porovnává velikost aktuálně změřeného napětí s velikostmi napětí, které lze uložit do 
výstražných alarmů. Podle nastavení každého z nich potom spouští různé výstrahy. 
3) Uživatel musí mít možnost pomocí potenciometru nastavovat úrovně napětí, které lze 
spolu s vlastnostmi směr změny napětí a druh výstrahy uložit jako alarm. Ten se bude ukládat 
do statického pole. 
4) Program bude za běhu porovnávat aktuální velikost vstupního napětí s velikostmi napětí 
uložených ve všech aktivních alarmech a podle jejich ostatních parametrů spouštět výstrahy. 
4.3.2. Popis ovládacích a zobrazovacích prvků 
 
Obrázek 4.7: Popis funkce segmentů displeje 
 
▓… index alarmu 
▓… velikost vstupního napětí (dvojtečka 
zde symbolizuje desetinnou čárku) 
▓… výstraha při nárůstu napětí 
▓… výstraha při poklesu napětí 
▓… druh výstrahy: bliknutí bez kvitování 
▓… druh výstrahy: písknutí bez kvitování 
▓… druh výstrahy: svícení s kvitováním 
▓… druh výstrahy: pískání s kvitováním  
 
 
 
 
 
 
Obrázek 4.8: Popis funkce tlačítek a LED diod 
 
▓… 1) vstup do editace alarmů 
 2) potvrzení nalezení správného 
alarmu pro úpravu parametrů nebo deaktivaci 
▓… 1) posun na další alarm při jeho 
hledání pro úpravu parametrů nebo deaktivaci 
 2) posun na další parametr při jejich 
úpravě 
 3) kvitování výstrahy 
 4) vyžádání úpravy parametrů 
nalezeného alarmu 
▓… 1) úprava hodnoty parametru nahoru 
 2) vyžádání deaktivování nalezeného 
alarmu 
▓… 1) úprava hodnoty parametru dolů 
 2) vyžádání aktivace dalšího alarmu a 
nastavení jeho parametrů 
▓… program provádí proceduru Měření 
▓… program provádí funkci Nastavení 
(nebo některou funkci či proceduru, která je 
z ní volaná) 
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 ▓… spuštěna výstraha
4.3.3. Popis programu 
Běh programu se začíná provedením inicializace zdroje hodinového signálu, 
LCD displeje a A/D převodníku. Dále program nastaví vstupy a výstupy mikrokontroléru a 
následně pracuje v nekonečném cyklu tvořeném následujícími kroky: vyhodnocení 
podmínky, zda je v poli alespoň jeden aktivní alarm. Pokud takový alarm neexistuje, je nutno 
zavolat funkci Nastavení. Po provedení aktivace a nastavení všech parametrů jednoho alarmu 
lze pokračovat dále, jako kdyby již byl některý aktivní dříve. Je zavolána procedura Měření. 
Po jejím konci je tento cyklus opět proveden od začátku. 
Procedura Měření začíná A/D převodem napětí na jezdci potenciometru. Výsledek 
převodu je následně přepočten opět na napětí a zobrazen na displeji. Dále je třeba 
zkontrolovat všechny aktivní alarmy, zda je splněna podmínka pro spuštění výstrahy. 
Postupně se vyhodnotí podmínka (velikost vstupního napětí a směr jeho změny) a v případě, 
že je pravdivá, zobrazí se parametry daného alarmu na displej a je spuštěna výstraha. Pokud 
je nastavený druh výstrahy takové povahy, že je potřeba ji odkvitovat, čeká program na 
zmáčknutí tlačítka SW3.  
Následně je nutno zjistit, zda bylo zmáčknuto tlačítko SW4. Pokud nebylo, program se 
vrátí opět na začátek procedury Měření, provede nový převod a pokračuje dále. Pokud bylo 
tlačítko zmáčknuté, vstoupí program do funkce Nastavení. Podle provedené akce 
(aktivace/deaktivace alarmu nebo úprava parametrů) se program rozhodne, je-li nutné znova 
provést kontrolu přítomnosti alespoň jednoho aktivního alarmu (opustí proceduru Měření a 
vrátí se na úplný začátek programu), nebo zda lze pokračovat dále (tedy znovu od začátku 
procedury Měření). 
Funkce Nastavení je volána ihned po startu programu, protože není nastaven ani jeden 
alarm jako aktivní, nebo v době běhu procedury Měření, pokud je zmáčknuto tlačítko SW4. 
V tom případě funkce čeká na výběr požadované akce (tlačítka SW1, SW2, SW3). Při volání 
funkce po startu programu nebo výběru aktivace dalšího alarmu (SW1) je nalezen první 
neaktivní, který je v zápětí aktivován, a je zavolána procedura Zadání parametrů alarmu. 
Pokud uživatel požaduje deaktivovat aktivní alarm (SW2), je zavolána funkce Nalezení 
žádaného alarmu, ten je deaktivován a všechny jeho parametry jsou nastaveny do výchozí 
hodnoty. Při výběru úpravy parametrů již aktivního alarmu (SW3) je zavolána funkce 
Nalezení žádaného alarmu a následně procedura Zadání parametrů  alarmu. 
Po úpravě a aktivaci alarmu se počet aktivních alarmů nezmenšuje, návratová hodnota 
funkce proto říká, že program může pokračovat a vrátí se zpět k proceduře Měření. Zatímco 
pokud došlo k deaktivaci alarmu, je možné, že již žádný aktivní neexistuje. To je nutno 
ověřit, a proto se program vrátí do procedury Start. 
Pomocí funkce Nalezení žádaného alarmu uživatel najde alarm, který chce upravit nebo 
deaktivovat. Postupně jsou vypisovány všechny parametry všech aktivních alarmů na displej. 
Pokud uživatel zjistí, že jsou vypsány parametry alarmu, který chce upravit nebo deaktivovat, 
zmáčkne tlačítko SW4 a funkce skončí. Její návratovou hodnotou se stane index nalezeného 
prvku. Pokud uživatel zmáčkne tlačítko SW3, zobrazí program další aktivní alarm. Pokud už 
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další neexistuje, funkce skončí s návratovou hodnotou čísla, které nikdy nemůže být indexem 
prvku pole s alarmy (například mínus jedna). 
Procedura Zadání parametrů  alarmu slouží pro postupnou editaci jednotlivých 
parametrů v pořadí velikost vstupního napětí, směr překročení zadané úrovně a druh 
výstrahy. Při nastavování každého z parametrů lze tlačítkem SW1 snižovat hodnotu a 
tlačítkem SW2 zvyšovat hodnotu aktuálního parametru, případně je měněna pomocí 
potenciometru. Aktuálně nastavovaný parametr je indikován poblikáváním jeho hodnoty na 
displeji. Potvrzení správné hodnoty parametru a přesun na editaci dalšího, respektive 
ukončení procedury po nastavení posledního parametru se děje zmáčknutím tlačítka SW3. 
4.3.4. Postup zpracování úlohy 
Programování úlohy je nutno začít deklarací výčtových typů Taktivita, Tsměr a 
Tvýstraha, struktury Talarm a pole těchto struktur alarmy. 
Ihned na začátku programu je nutno provést inicializaci modulů mikrokontroléru a 
nastavení vstupů a výstupů. Samozřejmě je důležité nastavit zdroj hodinového signálu 
(knihovna ICS), A/D převodník (knihovna ADConverter), který podle zadání má být 
nastaven na převod z potenciometru, a LCD displej (knihovna Display). Dále je třeba 
nastavit port A a port C tak, jak je uvedeno v popisu ovládacích prvků. K tlačítkům SW1, 
SW2 a SW3, na rozdíl od SW4, je nutno připojit pull-up rezistory. Samozřejmě je důležité 
provést inicializaci pole alarmy. 
Dále si připravíme hlavní nekonečný cyklus, ze kterého budou volány další funkce a 
procedury. Ty postupně doplníme. Postup je zřejmý z vývojového diagramu. Cyklem 
prohledáváme celé pole alarmy, dokud nenajdeme aktivní alarm. Pokud ho najdeme, cyklus 
se ukončí a je zavolána procedura Meření, v opačném případě je třeba alespoň jeden alarm 
vytvořit zavoláním funkce Nastavení. Ta bude následně vracet hodnotu nula, nebo jedna 
v závislosti na tom, kam má program po návratu z ní pokračovat. 
Vzhledem k chování hlavního cyklu v proceduře Start nezačneme program vytvářet od 
procedury Měření, ale od funkce Nastavení. Je tedy vhodné vytvořit funkce a procedury, 
které jsou z funkce Nastavení volané. Začneme pomocnou procedurou, která zobrazí všechny 
parametry alarmu na displej. Zobrazování je popsáno v kapitole Popis ovládacích a 
zobrazovacích prvků. Je důležité nezapomenout zobrazit dvojtečku, která má význam 
desetinné tečky. Velikost napětí uloženou v alarmu je třeba převést na skutečnou velikost 
napětí podobnou funkcí jako (3), (4). Funkce a procedury potřebné pro zobrazení všech 
parametrů jsou napsány v knihovně Display.  
Další důležitou procedurou je Zadání parametrů  alarmu. Tato procedura nejdříve na 
displej zobrazí všechny parametry alarmu, který jí byl předán při volání. Poté je postupně 
všechny prochází a ukládá jejich hodnoty. Nejprve je nastavována velikost napětí. Dokud 
není zmáčknuto tlačítko SW3, jsou v cyklu prováděny následující kroky: spuštění A/D 
převodu napětí na jezdci potenciometru, vyčkání dokončení převodu, uložení výsledku 
převodu do alarmu, zobrazení parametrů alarmu na displeji, respektive zhasnutí těchto 
alfanumerických segmentů pro zajištění blikání nastavovaného parametru a nakonec čekací 
smyčka o délce alespoň 120 ms (knihovna Timer). Pokud je zmáčknuto tlačítko SW3, počká 
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se ve smyčce na uvolnění tlačítka a potom podobně probíhá nastavení dalších dvou 
parametrů i s poblikáváním displeje. Po nastavení posledního z nich je opět vyčkáno na 
uvolnění tlačítka SW3 a procedura Zadání parametrů alarmu tímto končí. 
Po dokončení předchozích dvou procedur máme napsané vše potřebné pro sestavení 
funkce Nastavení. Opět postupujeme dle vývojového diagramu. Nejdříve provedeme 
signalizaci, že program vykonává tuto funkci, rozsvícením příslušné LED. Prozatím stačí 
naprogramovat první část, která se provádí při volání z procedury Start. Program v tom 
případě pouze v cyklu prohledává celé pole, dokud nenajde první alarm, který není aktivní. 
V tom případě ho aktivuje a zavolá již dříve vytvořenou proceduru Zadání parametrů 
alarmu. Potom zhasne indikační LED a vrátí hodnotu, která říká, kam má program dále 
pokračovat (do procedury Měření). V případě, že v poli nenajde žádný neaktivní alarm, 
upozorní program na tento fakt písknutím, opět zhasne indikační LED a vrátí se zpět do 
nadřazené procedury. 
Pokud máme program napsaný v podobě, kdy lze nastavit parametry alarmu po zapnutí, 
můžeme pokračovat naprogramováním procedury Měření.  
V této proceduře je zapotřebí nadeklarovat si některé proměnné, které budeme následně 
používat. Především jsou to dvě proměnné pro uložení výsledku A/D převodu napětí na 
jezdci potenciometru, jedna pro aktuální hodnotu a druhá pro hodnotu minulou. Tím pádem 
budeme schopni zjistit, zda se napětí mění a jakým směrem. Začneme opět indikací 
provádění této procedury rozsvícením příslušné LED a smazáním všech znaků na displeji, 
které na něm zbyly po provádění funkce Nastavení.  
Procedura Měření dále pokračuje nekonečným cyklem. V něm jsou po řadě prováděné 
následující operace: započetí převodu napětí na jezdci potenciometru, vyčkání na dokončení 
převodu, aktualizace hodnot uložených v proměnné uchovávající velikost napětí z minulého 
kroku a v proměnné pro uchování velikosti napětí v aktuálním kroku, přepočet výsledku 
převodu na skutečnou velikost napětí podle vztahu (3), (4) a zobrazení velikosti napětí na 
displeji (a rozsvícení dvojtečky), prohledání všech aktivních alarmů a vyhodnocení 
podmínky pro spuštění výstrahy (směr změny napětí uložený v alarmu, skutečný směr změny 
napětí (porovnání proměnných uchovávajících velikost napětí z minulého a aktuálního 
kroku), velikost napětí uloženého v alarmu vzhledem k aktuálně změřené i minulé velikosti 
napětí). V případě pravdivého vyhodnocení podmínky je zobrazen daný alarm užitím již 
naprogramované procedury. Pro spuštění různých druhů výstrah jsou už nadefinována makra 
v souboru Macros.h. Výstrahy, které je třeba odkvitovat, je nutné doplnit čekacími smyčkami 
na zmáčknutí a uvolnění tlačítka SW3. Po ukončení provádění výstrahy je opět celý displej 
smazán. 
Podle vývojového diagramu je dále nutné ověřit, zda bylo zmáčknuto tlačítko SW4. 
Pokud ano, vyčkáme uvolnění tlačítka, zhasneme indikaci provádění této procedury a 
zavoláme funkci Nastavení opět s parametrem udávajícím, odkud je volána. Po návratu 
z funkce Nastavení je třeba vyhodnotit, kam má program pokračovat. Buďto je nekonečný 
cyklus ukončen příkazem break a tím i celá procedura Měření, nebo je v ní pokračováno 
opětovným rozsvícením potřebné LED, smazáním displeje a dalším krokem cyklu. 
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Pro úplné dokončení programu je ještě zapotřebí doplnit zbývající část funkce Nastavení. 
K tomu nám však schází další funkce Nalezení žádaného alarmu. Tato funkce opět v cyklu 
prochází celé pole, přičemž parametry aktivních alarmů vypisuje na displej. V každém kroku 
cyklu čeká na zmáčknutí a poté na uvolnění tlačítka SW3, čímž se posuneme na další alarm. 
Pokud při tomto čekání zmáčkneme tlačítko SW4, vyčkáme jeho uvolnění a funkce vrátí 
index nalezeného alarmu. Pokud tlačítko SW4 nezmáčkeneme a tlačítkem SW3 se 
proklikáme až na konec pole alarmy, znamená to, že námi požadovaný alarm nebyl nalezen a 
funkce vrací hodnotu neplatného indexu (například mínus jedna). 
Doplnění funkce Nastavení spočívá v napsání té větve programu, která se bude vykonávat 
při volání z procedury Měření. Program tedy v nekonečném cyklu čeká na zmáčknutí 
jednoho z tlačítek SW1, SW2 nebo SW3. Potom se vždy počká na uvolnění příslušného 
tlačítka a je vykonána daná akce. Po zmáčknutí tlačítka SW1 program v cyklu najde první 
neaktivní alarm, aktivuje ho a zavolá proceduru Zadání parametrů alarmu, zhasne příslušnou 
LED, a vrátí se do procedury Měření. V případě, že jsou již všechny alarmy aktivní, ohlásí 
tuto skutečnost písknutím, zhasne příslušnou LED a program pokračuje ve vykonávání 
procedury Měření. Pokud bylo zmáčknuto tlačítko SW2, je zavolána funkce Nalezení 
žádaného alarmu, pokud je vrácený index platný, deaktivuje daný alarm a nastaví všechny 
jeho parametry na výchozí hodnotu a zhasne příslušnou LED. Program se potom vrací do 
procedury Měření, kterou následně opouští a vrací se až do procedury Start. Zmáčknutím 
tlačítka SW3 je opět volána funkce Nalezení žádaného alarmu, přičemž pokud je vrácený 
index platný, je zavolána procedura Zadání parametrů alarmu, je zhasnuta příslušná LED a 
po návratu program opět pokračuje v proceduře Měření. 
4.3.5. Popis jednotlivých funkcí a procedur ve vývojovém 
diagramu a nových datových typů a globálních proměnných 
Start – procedura vykonávaná ihned po startu programu. Pracuje cyklicky a nikdy 
nekončí. 
Měření – procedura, která provádí A/D převody napětí na jezdci potenciometru, 
zobrazuje aktuální hodnotu napětí na displeji a spouští případné výstrahy. 
 vstupně-výstupní parametry: pole s alarmy 
 indikace:   LED4 
Nastavení – funkce pro aktivaci, deaktivaci a úpravu parametrů již aktivních alarmů. 
 vstupní parametry:   říká, odkud je funkce volána a podle toho zakazuje 
některé akce. (Při volání z procedury Start má smysl pouze aktivace některého alarmu, 
zatímco při volání z procedury Měření mají smysl všechny akce.) 
 vstupně-výstupní parametry: pole s alarmy 
 návratová hodnota:  říká, kam má program pokračovat. (Po deaktivaci 
alarmu je nutno znovu ověřit, zda zůstal alespoň jeden alarm aktivní. Naproti tomu po úpravě 
parametrů nebo aktivaci alarmu je možno pokračovat v proceduře Měření.) 
 indikace:   LED3 
Nalezení žádaného alarmu  – funkce zajišťující nalezení alarmu, který má být smazán, 
nebo jehož parametry mají být změněny. 
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 vstupně-výstupní parametry: pole s alarmy. 
 návratová hodnota:  index nalezeného alarmu pole nebo neplatný index  
 indikace:   LED3 
Zadání parametrů alarmu – procedura zajišťující nastavení všech parametrů předaného 
alarmu. 
 vstupně-výstupní parametry: alarm. 
 indikace:   LED3 
Taktivita – výčtový typ obsahující hodnoty neaktivní a aktivní, který udává, zda je alarm 
aktivní, nebo není. 
Tsměr – výčtový typ obsahující hodnoty dolů a nahoru. Ten udává, zda má být vydána 
výstraha při poklesu nebo vzrůstu napětí. 
Tvýstraha – výčtový typ obsahující hodnoty bliknutí, písknutí, svícení_s_kvitováním a 
pískání_s_kvitováním. Udává druh výstrahy, pokud jsou splněny podmínky pro její spuštění. 
Talarm – struktura obsahující proměnné předchozích typů a k nim ještě dvě proměnné 
typu byte pro uložení indexu alarmu v poli a velikosti napětí pro spuštění výstrahy. 
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4.3.6. Vývojový diagram 
 
Obrázek 4.9: Vývojový diagram 
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4.4. Přenos informací z akcelerometru do nadřazeného počítače  
4.4.1. Zadání 
1) Zopakujte si práci s A/D převodníkem a akcelerometrem, časovačem a knihovnami pro 
nastavení přerušení.  
2) Seznamte se s použitím a knihovnami pro ovládání sériového komunikačního rozhraní. 
3) Naprogramujte úlohu, která bude kompletně nahrazovat použití klasické počítačové myši: 
pohyb kurzorem počítače ve dvou osách a klikání tlačítky, včetně dvojkliku. 
4) Směr pohybu kurzoru musí být ovlivněn směrem náklonu gravitačního čidla, rychlost 
pohybu kurzoru musí být ovlivněna velikostí náklonu gravitačního čidla. 
5) Potenciometrem by si měl uživatel moci nastavit pásmo necitlivosti v okolí vodorovné 
polohy akcelerometru. 
4.4.2. Popis ovládacích a zobrazovacích prvků 
 
Obrázek 4.10: Popis funkce segmentů displeje 
 
Displej není v této úloze využíván. 
 
 
 
 
Obrázek 4.11: Popis funkce tlačítek a LED diod 
 
▓… kliknutí levým tlačítkem myši 
(zmáčknutí/uvolnění) 
▓… dvojkliknutí levým tlačítkem myši 
▓… kliknutí pravým tlačítkem myši 
▓… umístění kurzoru na střed obrazovky 
▓… komunikace v pořádku 
▓… komunikace selhala (nebo nebyla 
započatá)
 
4.4.3. Popis komunikačního protokolu 
Základní parametry komunikace jsou uvedené v následující tabulce: 
Tabulka 4.2: Parametry komunikace 
Přenosová rychlost 19200 Bd 
Počet datových bitů 8 
Počet stopbitů 1 
Řízení toku žádné 
Parita žádná 
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Zahájení komunikace probíhá odesíláním znaku C v pravidelných intervalech přibližně 
po sto milisekundách. V té době program čeká na odpověď od počítače, která je tvořena 
znakem O. V případě, že odpověď přijde, je komunikace navázána. 
Ověřování komunikace nadále probíhá následovně. Jednou za deset cyklů programu je 
odeslán znak C, který restartuje v počítači časovač hlídající komunikaci. Ten je nastaven na 
tři sekundy. Naproti tomu počítač odesílá znak O 50x za sekundu. Příchodem tohoto znaku je 
opět restartován časovač, tentokrát však v mikrokontroléru. Tento je nastaven na dobu jedné 
sekundy. 
Mezi touto komunikací jsou posílány datové pakety. Ty mají následující tvar: 
Tabulka 4.3: Formát paketu pro odesílání dat do počítače 
BYTE HODNOTA VÝZNAM 
1. znak X 1) 
oznamuje stavovému automatu v počítači, že 
následující byte bude udávat posun kurzoru podle 
osy x 
2. ( 65 ; 128 3) ) v ( 128 3) ; 190 ) velikost posunu kurzoru podle osy x 
3. znak Y 1) 
oznamuje stavovému automatu v počítači, že 
následující byte bude udávat posun kurzoru podle 
osy y 
POVINNÝ 
4. ( 65 ; 128 3) ) v ( 128 3) ; 190 ) velikost posunu kurzoru podle osy y 
5. znak B 2) 
oznamuje stavovému automatu v počítači, že 
následující byte bude udávat, které tlačítko bylo 
zmáčknuto NEPOVINNÝ 
6. < 1 ; 5 > udává, které tlačítko bylo zmáčknuto 
1) Povinné byty jsou odesílány, pouze pokud splňují daný rozsah. 
2) Nepovinné byty jsou odesílány, pouze pokud bylo zmáčknuté některé tlačítko. 
3) Tato hodnota je snížena, respektive zvýšena v závislosti na šířce pásma necitlivosti. 
4.4.4. Popis programu 
Běh programu se začíná provedením inicializace modulů mikrokontroléru. V této úloze je 
potřeba provést inicializaci zdroje hodinového signálu, A/D převodníku, časovače 
s generováním přerušení po jedné sekundě, SCI s generováním přerušení při příchodu dat a 
přerušení při zmáčknutí tlačítek. Dále program nastaví vstupy a výstupy mikrokontroléru. 
Následuje volání procedury Navázání komunikace, která zahajuje komunikaci s 
počítačem. Podrobnosti o navazování komunikace jsou uvedené v kapitole 4.4.3. 
V případě, že je komunikace navázána, dojde k volání procedury Pohyb kurzorem. Ta 
provádí následující kroky: zjistí, zda je komunikace v pořádku a pokud ano, desetkrát vykoná 
A/D převod napětí na jezdci potenciometru i na osách x a y akcelerometru a odeslání paketu 
přes sériovou linku do počítače. Po těchto deseti krocích zavolá proceduru Ověření 
komunikace a pokračuje dalším krokem nekonečného cyklu. V případě, že komunikace v 
pořádku není, je zavolána procedura Navázání komunikace. 
Procedura Ověření komunikace pouze odesílá znak C. 
Přerušení vygenerované časovačem (po jedné sekundě) znamená, že komunikace s 
počítačem selhala, což je indikováno příslušnými LED. 
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Přerušením vygenerovaným při příchodu dat po sériové lince je časovač restartován 
(vyhneme se tak vygenerování přerušení) a komunikace je tedy v pořádku, což je opět 
indikováno příslušnými LED.  
4.4.5. Postup zpracování úlohy 
Programování úlohy je nutno začít definicí globálních proměnných Stav a Tlačítko. Tyto 
proměnné je vhodné definovat s klíčovým slovem volatile, aby bylo zabráněno optimalizaci 
těchto proměnných překladačem. 
Ihned na začátku programu je nutno provést inicializaci modulů a nastavení vstupů a 
výstupů. Samozřejmě je důležité nastavit zdroj hodinového signálu (knihovna ICS), 
A/D převodník (knihovna ADConverter), který podle zadání má být nastaven na převod 
z potenciometru, časovač (knihovna Timer) a sériové komunikační rozhraní (knihovna SCI). 
Pro aktivování přerušení je dále nutné vložit markro EnableInterrupts ze souboru hidef.h. 
Dále je třeba nastavit port A a port C tak, jak je uvedeno v popisu ovládacích prvků. 
K tlačítkům SW1, SW2 a SW3, na rozdíl od SW4, je nutno připojit pull-up rezistory. 
Nakonec je nutno spustit časovač, který je důležitý pro ověřování komunikace již od samého 
počátku. 
Následně můžeme naprogramovat proceduru Navázání komunikace. Ta pracuje v cyklu, 
dokud je globální proměnná Stav různá od jedné. Nejdříve v cyklu program přibližně 100 ms 
čeká (aby zbytečně nepřetěžoval sériovou linku). Následuje musíme nastavit SCI pro 
odesílání dat, odeslat znak C a přepnout SCI na příjem dat a aktivovat přerušení při jejich 
příchodu. Do procedury Start doplníme volání této procedury. Zkusíme program spustit. 
Zapneme také program v počítači, nastavíme správný port a spustíme komunikaci příkazem 
Menu/Run/Start. Pokud je vše správně napsané, nesmí program v počítači po třech sekundách 
oznámit, že byl port zavřený. 
Pokud se tento krok povedl, nic nám nebrání naprogramovat také ověřování komunikace 
ze strany mikrokontroléru. K tomu budeme potřebovat dopsat procedury přerušení 
generovaného časovačem a modulem SCI. Začneme přerušením generovaným SCI modulem. 
Je třeba nejprve aktivovat přerušení (knihovna Interrupts). V něm se z registru pro příjem dat 
vyčtou příchozí data. Je vhodné ověřit, zda se jedná o hodnotu O. Následně je restartován 
časovač, který bude komunikaci hlídat, a provedena indikace správné komunikace pomocí 
LED. Důležitým krokem je změna hodnoty globální proměnné Stav na jedna. Tím se ukončí 
cyklus v proceduře Navázání komunikace a program může pokračovat dále. V tomto 
okamžiku je vhodné doplnit volání procedury Navázání komunikace nekonečným cyklem 
for(;;) a nulováním proměnné Stav, aby program v procesoru po příchodu dat po sériové lince 
neskončil. Tuto část programu ověříme opět podobně jako předchozí. Nyní by se navíc měla 
po zmáčknutí Menu/Run/Start rozsvítit LED indikující správnou komunikaci. 
V případě náhlého přerušení komunikace by se o tom mikrokontrolér stále nedozvěděl, 
což není pořádku. Toho docílíme dopsáním procedury volané při vygenerování přerušení  
časovačem. Povolíme tedy toto přerušení (knihovna Interrupts.h). Toto přerušení vznikne, 
pokud po dobu jedné sekundy není časovač restartován z procedury volané při vygenerování 
přerušení modulem SCI. Zde je tedy důležité, aby globální proměnná Stav byla opět 
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nastavena na hodnotu dvě (program se bude opět moci pokoušet navázat komunikaci) a aby 
byla nastavena indikace špatné komunikace pomocí LED. Správné programování lze opět 
ověřit. Po spuštění programu mikrokontroléru je rozsvícena LED indikující špatnou 
komunikaci. Po zadání příkazu Menu/Run/Start je rozsvícena LED indikující správnou 
komunikaci a po zadání příkazu Menu/Run/Stop nebo po třech sekundách je opět rozsvícena 
LED indikující špatnou komunikaci. Stejně by měl mikrokontrolér reagovat při úplném 
přerušení komunikace například vypojením kabelu RS232 rozhraní. 
Pokud vše funguje tak, jak je výše popsáno, můžeme se pustit do dalších kroků. 
Proceduře Navázání komunikace je velmi podobná procedura Ověření komunikace. Můžeme 
ji tedy napsat. Tato procedura nastaví SCI pro odesílání dat, odešle znak C a opět nastaví SCI 
pro příjem dat a aktivuje příslušné přerušení. Jediný rozdíl tedy je, že tato procedura 
nepracuje v cyklu a nečeká tak na navázání komunikace. 
Tento bod ověříme dopsáním části kódu za proceduru Navázání komunikace. Zde se bude 
v nekonečném cyklu volat procedura Ověření komunikace střídavě s čekací smyčkou o délce 
40 ms (knihovna Timer.h). Po spuštění by již nemělo docházet k ukončení komunikace mezi 
mikrokontrolérem a počítačem. Po ověření tento kousek kódu smažeme. 
Nyní naprogramujeme převážnou část procedury Pohyb kurzorem. Tato procedura 
pracuje v nekonečném cyklu. Na začátku ověří, zda je hodnota v proměnné Stav rovna jedné 
(funkční komunikace). Poté desetkrát vykoná následujících několik kroků. Nastaví SCI pro 
příjem dat a aktivuje příslušné přerušení. Počká deset milisekund, aby se odesílání dat 
neprovádělo příliš často. Spustí A/D převod napětí na jezdci potenciometru, vyčká jeho 
dokončení, výsledek si uloží do proměnné a je vhodné tento výsledek vydělit osmi , aby 
konečné číslo po této operaci bylo v rozsahu ( 0 ; (128 - 65 )). Spustí A/D převod napětí na 
výstupu x akcelerometru a výsledek si uloží do proměnné a stejným způsobem i pro výstup y. 
SCI je nastaveno pro odesílání dat a povinná část paketu je odeslána dle komunikačního 
protokolu popsaného výše. Po ukončení tohoto cyklu je zavolána procedura Ověření 
komunikace a pokračuje se dalším krokem nekonečného cyklu, tedy zjištěním hodnoty 
proměnné State. Pokud je jedna, pokračuje program způsobem výše popsaným, pokud je 
hodnota dva, je zavolána procedura Navázání komunikace, ve které program opět čeká na 
odpověď od počítače. V případě správného programování by již měl pohyb kurzorem 
počítače bez problémů fungovat. 
Posledním krokem této úlohy je naprogramování funkcí tlačítek. K tomu poslouží 
přerušení generované vnějším vstupem (IRQ) a klávesnicí (KBI), která opět musíme povolit 
(knihovna Interrupts). Při přerušení vygenerovaném klávesnicí se pouze podmínkami zjistí, 
které z tlačítek SW1, SW2 nebo SW3 bylo zmáčknuto, a podle toho je nastavena hodnota 
globální proměnné Tlačítko. Při vygenerování přerušení vnějším zdrojem je nutné zjišťovat, 
zda bylo tlačítko zmáčknuto nebo uvolněno. Při zmáčknutí tlačítka tedy nastavíme příslušnou 
hodnotu do proměnné Tlačítko a změníme podmínku pro přerušení na vzestupnou hranu. Při 
uvolnění tlačítka opět nastavíme potřebnou hodnotu do proměnné Tlačítko a změníme 
podmínku pro přerušení na sestupnou hranu.  
Zbývá doplnit do procedury Pohyb kurzorem za odesílání povinné části paketu ještě 
nepovinnou část. Vše je opět popsáno v kapitole 4.4.3. Po odeslání je třeba nastavit hodnotu 
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proměnné Tlačítko na nulu, aby v příštím kroku nebyla tato část paketu odeslána znovu, což 
by bezpochyby mělo nežádoucí účinky. 
4.4.6. Popis jednotlivých funkcí a procedur ve vývojovém 
diagramu a nových datových typů a globálních proměnných 
Start – procedura vykonávaná ihned po startu programu. Jsou z ní volány ostatní 
procedury. 
Navázání komunikace – procedura, která probíhá, dokud není navázána komunikace s 
počítačem. 
Ověření komunikace – procedura, která dává vědět počítači, že je komunikace v 
pořádku. 
Přerušení generované časovačem – hlídá komunikaci s počítačem. 
Přerušení generované SCI modulem – hlídá komunikaci s počítačem a restartuje 
časovač. 
Přerušení generované klávesnicí – realizuje klikání tlačítky. 
Přerušení generované vnějším zdrojem – realizuje klikání tlačítky. 
Stav – globální proměnná, která uchovává informaci o stavu komunikace. 
Tlačítko – globální proměnná, která uchovává informaci o tom, které tlačítko bylo 
zmáčknuto. 
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4.4.7. Vývojový diagram 
 
Obrázek 4.12: Vývojový diagram 
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4.4.8. Několik slov k programu pro počítač 
Zahájení komunikace: Menu/Run/Start. 
Ukončení komunikace: Menu/Run/Stop. 
Časovač hlídající komunikaci je nastavený na dobu tří sekund, sběr a zpracování dat se 
provádí každých deset milisekund a odesílání ověřovacího znaku dle komunikačního 
protokolu probíhá každých 50 milisekund. 
Text uvnitř barevného panelu říká, zda je port otevřený nebo zavřený. Význam 
jednotlivých barev je potom následující: 
 Zelená – komunikace je v pořádku, přicházejí správná data a ve správném pořadí. 
 Žlutá – komunikace je zastavena nebo ještě nebyla spuštěna. 
 Červená – komunikace je v nepořádku, přicházejí špatná data nebo ve špatném pořadí. 
Výpočet nové pozice kurzoru probíhá podle následující rovnice: 
5
__128
__
datprijatychhodnotapozicestarapozicenova +−+=  
Přiřazení hodnoty odeslané při zmáčknutí tlačítka: 
1) umístění kurzoru na střed obrazovky 
2) kliknutí pravým tlačítkem myši 
3) dvojklik levým tlačítkem myši 
4) zmáčknutí levého tlačítka myši 
5) uvolnění levého tlačítka myši 
 
 
Obrázek 4.13: Stavový automat programu v počítači 
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4.5.  Měřič napětí a zobrazovač průběhu jeho velikosti na PC 
4.5.1. Zadání 
1) Zopakujte si použití všech modulů mikrokontroléru a periférií, které byly použité 
v předchozí úloze a práci s knihovnami pro ovládání LCD displeje. 
2) Vytvořte program, který měří velikost napětí na jezdci potenciometru, zpracovává ji a 
data odesílá nadřazenému programu v počítači, který je vykresluje do grafu. 
3) Uživatel si bude moci po spuštění programu zvolit různé režimy: 
zobrazovat/nezobrazovat absolutní velikost napětí na displeji, zobrazovat/nezobrazovat 
procentuální velikost napětí na displeji (bargraf) a komunikovat/nekomunikovat s počítačem. 
4) Dále si uživatel může nastavit dolní a horní hranici napětí, jejichž překročení je jak na 
displeji, tak v počítači signalizováno. 
4.5.2. Popis ovládacích a zobrazovacích prvků 
 
Obrázek 4.14: Popis funkce segmentů displeje 
 
▓… absolutní velikost napětí 
▓… procentuální velikost napětí (bargraf) 
▓… překročení horní hranice 
▓… překročení dolní hranice 
 
 
 
 
Obrázek 4.15: Popis funkce tlačítek a LED diod 
 
▓… volba ano 
▓… volba ne 
▓… zobrazování procentuální velikosti 
napětí (bargrafu) zapnuté 
▓… zobrazování absolutní velikosti napětí 
zapnuté 
▓… komunikace s PC v pořádku 
▓… komunikace s PC selhala (nebo 
doposud nebyla zahájena)
4.5.3. Popis komunikačního protokolu 
Komunikační protokol je velmi podobný protokolu z předchozí úlohy. Základní 
parametry komunikace jsou uvedené v následující tabulce: 
Tabulka 4.4: Parametry komunikace 
Přenosová rychlost 19200 Bd 
Počet datových bitů 8 
Počet stopbitů 1 
Řízení toku žádné 
Parita žádná 
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Zahájení komunikace probíhá odesíláním znaku C v pravidelných intervalech přibližně 
po sto milisekundách. V té době program čeká na odpověď od počítače, která je tvořena 
znakem O. V případě, že odpověď přijde, je komunikace navázána. 
Ověřování komunikace nadále probíhá následovně. Jednou za deset cyklů programu je 
odeslán znak C, který restartuje v počítači časovač hlídající komunikaci. Ten je nastaven na 
tři sekundy. Naproti tomu počítač odesílá znak O 50x za sekundu. Příchodem tohoto znaku 
však již není časovač mikrokontroléru restartován přímo, nicméně při příchodu přerušení již 
časovač komunikaci neukončí. 
Mezi touto komunikací jsou posílány datové pakety. Ty mají následující tvar: 
Tabulka 4.5: Formát paketu pro odeslání velikosti dolní a horní hranice 
BYTE HODNOTA VÝZNAM 
1. znak D oznamuje stavovému automatu v PC, že následující byte bude udávat velikost dolní hranice 
2. < 0 ; 255 > velikost spodní hranice 
3. znak U oznamuje stavovému automatu v PC, že následující byte bude udávat velikost horní hranice 
POVINNÝ 
4. < 0 ; 255 > velikost horní hranice 
 
Tento paket je posílán pouze jednou, a to ihned po zahájení komunikace. Odeslaná data si 
program v počítači uloží a není již dále potřeba je posílat. 
Tabulka 4.6: Formát paketu pro odeslání aktuální změřené velikosti napětí 
BYTE HODNOTA VÝZNAM 
1. znak A oznamuje stavovému automatu v PC, že následující byte bude udávat velikost aktuálně změřeného napětí POVINNÝ 
2. < 0 ; 255 > velikost aktuálně změřeného napětí 
4.5.4. Popis programu 
Běh programu se začíná inicializací zdroje hodinového signálu, LCD displeje, 
A/D převodníku, časovače a SCI. Dále program nastaví vstupy a výstupy mikrokontroléru. 
Následuje nastavení parametrů programu voláním procedury Nastavení.  
Program se po řadě zeptá, zda mají být naměřená data odesílána do počítače, zobrazována 
na displej absolutní velikost napětí a zda má být na displeji zobrazována procentuální 
velikost napětí. Při tomto dotazování vždy začne příslušná LED blikat, aby bylo zdůrazněno, 
na co se program ptá. Dále je nastavena dolní a následně horní hranice napětí (opět 
poblikávají příslušné znaky na displeji). V případě, že uživatel nastavil dolní a horní hranici 
v obráceném pořadí, jsou tyto hodnoty vyměněny. 
Následně, pokud byla vybrána možnost odesílání dat do počítače, je volána procedura 
Navázání komunikace. Tato procedura je naprosto shodná s procedurou z úlohy č. 4, stejně 
tak jako procedura Ověření komunikace. Po zahájení je do PC odeslán paket viz Tabulka 4.5. 
Následuje volání procedury Měření, která již tvoří hlavní část programu. Tato procedura 
je tvořena nekonečným cyklem. Začíná zahájením A/D převodu a provedením čekacích 
cyklů regulátoru frekvence, případně jednou za sekundu přepočtením jejich délky. Po 
dokončení A/D převodu je zavolána procedura Detekce překročení hranic a v závislosti na 
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počátečním nastavení programu je velikost napětí zobrazena na displej v absolutní podobě, 
nebo v procentuální podobě, případně zjistí, zda je komunikace v pořádku, a pokud ano, 
odešle paket viz Tabulka 4.6. Jednou za deset cyklů potom zavolá proceduru Ověření 
komunikace. Pokud program zjistí, že komunikace v pořádku není, zavolá proceduru 
Navázání komunikace a následně opět odešle paket viz Tabulka 4.5. 
Ověřování komunikace ze strany mikrokontroléru obstarává přerušení generované SCI 
modulem při příchodu dat po sériové lince a přerušení vygenerovaného časovače po jedné 
sekundě společně se stavovou globální proměnnou State. Na začátku je tato proměnná 
nastavena na hodnotu nula. Pokud modul SCI vygeneruje přerušení, je nastavena na hodnotu 
jedna. Při přerušení vygenerovaném časovačem je vyhodnocena hodnota této proměnné. 
Pokud je rovna jedné, je komunikace v pořádku (v tom případě je ukončen cyklus 
v proceduře Navázání komunikace i vyhodnocena komunikace jako funkční v proceduře 
Měření) a je opět nastavena na hodnotu nula. Pokud je při přerušení vygenerovaném 
časovačem hodnota rovna nule, znamená to, že komunikace je nefunkční a tato proměnná je 
nastavena na hodnotu dvě (komunikace v proceduře Měření je tak vyhodnocena jako 
nefunkční a cyklus v proceduře Navázání komunikace pokračuje dále). 
Při přerušení vygenerovaném časovačem je také nastavena globální proměnná, která 
následně v proceduře Měření zajistí přepočet konstant ve zpožďovacích cyklech regulátoru 
vzorkovací frekvence. 
4.5.5. Postup zpracování úlohy 
Programování této úlohy bude do  jisté míry podobné jako u úlohy předchozí. Opět je 
nutno začít definicí globálních proměnných Stav a Přepočítat. Proměnnou Stav je vhodné 
definovat s klíčovým slovem volatile. 
Ihned na začátku programu je nutno provést inicializaci modulů a nastavení vstupů a 
výstupů. Samozřejmě je důležité nastavit zdroj hodinového signálu (knihovna ICS), 
LCD displej (knihovna Display), A/D převodník (knihovna ADConverter), který podle 
zadání má být nastaven na převod z potenciometru, časovač (knihovna Timer) a sériové 
komunikační rozhraní (knihovna SCI). Dále je třeba nastavit port A a port C tak, jak je 
uvedeno v popisu ovládacích prvků. K tlačítkům SW1, SW2 a SW3, na rozdíl od SW4, je 
nutno připojit pull-up rezistory. 
Následně můžeme naprogramovat proceduru Nastavení parametrů programu. Ty se 
nastavují v pořadí zobrazení absolutní velikosti napětí na displeji, procentuální velikosti 
napětí na displeji a odesílání dat do počítače. Pro všechny vyjmenované parametry probíhá 
nastavení podobným způsobem, a to v cyklu trvajícím až do zmáčknutí některého z tlačítek 
SW1 nebo SW2. Nastavování každého parametru má indikovat blikající LED. Na začátku je 
tak potřeba zjistit, zda příslušná LED svítí, nebo nesvítí a tento stav změnit. Následně se 
ověří, zda bylo zmáčknuto tlačítko SW1 nebo SW2. Ve všech případech se nastaví příslušná 
proměnná na hodnotu 1 nebo 0, vyčká se uvolnění tlačítka, je zhasnuta příslušná LED a 
nastavena proměnná cyklu tak, aby byl ukončen. Pokud žádné z tlačítek zmáčknuté není, je 
vykonáno pouze zpoždění o délce přibližně 40 ms, které zajistí blikání LED, a program 
pokračuje dalším krokem cyklu.  
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Pro ověření musíme doplnit volání této procedury do procedury Start. Poté jsou taktéž 
obdobným způsobem nastaveny dolní a horní hranice velikosti napětí. Program zjistí, zda 
svítí indikátor překročení úrovně, nebo ne a jeho stav změní. Zahájí A/D převod napětí na 
jezdci potenciometru, vyčká dokončení převodu, přepočítá jeho výsledek opět na velikost 
napětí (3), (4) a tu zobrazí na displej. Následně ověří, zda bylo zmáčknuto tlačítko SW2. 
Pokud ano, uloží danou hodnotu do proměnné, vyčká uvolnění tlačítka a nastaví proměnnou, 
která opět zajistí ukončení nastavovacího cyklu. Pokud tlačítko zmáčknuté nebylo, vyčká 
program přibližně 120 ms, aby bylo zajištěno blikání segmentů na displeji, a pokračuje 
dalším krokem cyklu. 
Další částí této procedury je zhasnutí všech segmentů na displeji, aby byl připraven pro 
procedury a funkce následující, a ověření podmínky, že je dolní hranice velikosti napětí 
doopravdy menší než horní hranice. Jinak je zapotřebí hodnoty těchto proměnných zaměnit.  
Nyní je potřeba zjistit, zda bylo požadováno odesílání dat do počítače, a případně provést 
zahájení komunikace. Za tímto účelem je zapotřebí aktivovat přerušení (provedením makra 
EnableInterrupts ze souboru hidef.h) a povolit přerušení generované modulem SCI. Pokud je 
tedy komunikace požadována, je zavolána procedura Navázání komunikace. Ta je stejná jako 
v předchozí úloze. Po úspěšném navázání komunikace je třeba přepnout SCI pro odesílání 
dat do počítače a odeslat paket viz Tabulka 4.5. 
Při vygenerování přerušení modulem při příjmu dat je nutné data vyčíst a ověřit, zda je 
hodnota skutečně O. V tom případě je komunikace pořádku, proměnnou Stav  nastavíme na 
hodnotu jedna a tento stav indikujeme pomocí příslušných LED. 
Pro ověření správnosti programování je vhodné doplnit kousek kódu, který ihned po 
ozkoušení smažeme. Jedná se o nekonečný cyklus for(;;) na konci právě dopsané procedury. 
Zkusíme program spustit. Zapneme také program v počítači, nastavíme správný port a 
spustíme komunikaci příkazem Menu/Run/Start. Pokud je vše správně napsané, dojde 
v počítači k nastavení dolní a horní hranice a následně je program zastaven z důvodu špatné 
komunikace, což je ale prozatím v naprostém pořádku. 
Jako další část programu vytvoříme zobrazování velikosti napětí na displeji. To bude 
provedeno v proceduře Měření, která je volána z procedury Start. Tato procedura pracuje 
v nekonečném cyklu. Začíná zahájením A/D převodu velikosti napětí na jezdci 
potenciometru, následně vyčká dokončení převodu a provede přepočet na velikost napětí 
podle vztahů, které jsme už používali v předchozích úlohách. Poté je zjištěna hodnota 
proměnné udávající, zda má být na displeji zobrazována absolutní velikost napětí, a pokud 
ano, je rozsvícena příslušná LED, dvojtečka symbolizující desetinnou tečku a poté hodnota. 
Stejně tak je zjištěno, zda bylo požadováno zobrazování procentuální hodnoty napětí na 
displeji, a pokud ano, je opět rozsvícena příslušná LED, smazán procentuální ukazatel 
z předchozího kroku a vykreslen nový (knihovna Display).  
Dále můžeme doplnit indikaci překročení úrovně napětí. Za tímto účelem vytvoříme a 
zavoláme proceduru Detekce překročení hranic, která porovná aktuálně změřenou velikost 
napětí a dříve uložené velikosti hranic a případně rozsvítí příslušný segment na displeji. 
Prozatím je program ve stavu, kdy nepřetržitě zobrazuje velikost napětí na displeji, 
přičemž vzorkovací frekvence není regulována. Zkusíme tedy doplnit regulaci frekvence. Ta 
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probíhá následujícím způsobem: Po dobu jedné sekundy program při každém svém cyklu 
inkrementuje proměnnou a zároveň provádí čekací smyčky o délce 2 us. Počet provedení 
smyčky je dán konstantou zpoždění. Jakmile časovač odměří dobu jedné sekundy, je 
v závilosti na počtu cyklů programu přepočtena délka zpožďovací smyčky. Více v popisu 
knihovny Regulator. 
Je důležité ještě před začátkem procedury Měření přiřadit globální proměnné Přepočítat 
hodnotu nula, aby bylo zajištěno, že se nebude počítat konstanta regulátoru ihned v prvním 
kroku, kdy je počet provedených cyklů programu nulový. V proceduře Měření 
nadeklarujeme lokální proměnnou, která bude počítat počet cyklů programu za dobu jedné 
sekundy. Po inkrementování této proměnné zavoláme proceduru Regulátor, která má jako 
parametr proměnnou zpoždění, počet cyklů programu a informaci o tom, zda má být délka 
zpožďovací smyčky přepočítána, nebo ne. O tom rozhoduje právě globální proměnná 
Přepočítat. V případě, že její hodnota je jedna, má být přepočet uskutečněn, proměnná 
počítající počet cyklů musí být vynulována a stejně tak globální proměnná Přepočítat. 
V případě, že Přepočítat nemá hodnotu jedna, je provedeno pouze zpoždění. 
Pro odměřování času jedna sekunda musíme aktivovat přerušení generované časovačem 
(knihovna Interrupts) a zapnout ho. To je nejlépe provést ještě před voláním procedury 
Navázání komunikace. Při přerušení zatím pouze nastavíme proměnnou Přepočítat  na 
hodnotu jedna. 
Zbývá naprogramovat zbytek komunikace s počítačem. Program by už měl být schopný 
navázat komunikaci, ale ještě ji neumí udržet. Nejdříve doplníme program tak, aby bylo 
vyřešeno ověřování komunikace v počítači. Ověříme, zda je nastavena komunikace 
s počítačem, a pokud je, jednou za deset cyklů programu (tedy po 100 ms) budeme volat 
proceduru Ověření komunikace. Ta je opět shodná se stejnojmennou procedurou z úlohy č. 4. 
K počítání cyklů pro volání této procedury lze použít proměnnou počítající počet cyklů pro 
regulátor. 
Pokud jsme správně programovali, po spuštění obou programů a zahájení komunikace se 
opět v počítači zobrazí velikosti hranic a navíc program v počítači nebude přerušen, protože 
jeho časovač pro hlídání komunikace bude pravidelně restartován. 
Nyní naprogramujeme ověřování komunikace ze strany mikrokontoroléru. K tomu nám 
bude sloužit podobný, avšak trochu upravený mechanismus jako v předchozí úloze. 
Vzhledem ke skutečnosti, že regulátor vždy potřebuje, aby časovač doběhl až do konce, nelze 
jej při příchodu dat restartovat. Použijeme tedy více globální proměnnou Stav: 
0 – Výchozí hodnota po startu programu, a pokud je komunikace funkční, je na tuto 
hodnotu nastavena vždy při přerušení časovačem. V době, kdy má proměnná tuto hodnotu, 
nelze rozhodnout, zda je komunikace funkční, nebo není, a proto v proceduře Měření probíhá 
odesílání dat i při této hodnotě. 
1 – Na tuto hodnotu je proměnná nastavena při přerušení SCI modulem a při příjmu 
správného znaku podle komunikačního protokolu. Pokud má proměnná tuto hodnotu, 
znamená to, že komunikace je funkční, tím pádem je ukončen cyklus procedury  Navázání 
komunikace nebo jsou v proceduře Měření odesílána data do počítače. Při přerušení 
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vygenerovaným časovačem je opět hodnota nastavena na nulu, aby mohla být komunikace 
znovu ověřena. 
2 – Pokud hodnota proměnné zůstane rovna nule až do dalšího přerušení programu 
časovačem, znamená to, že nepřišla žádná data po sériové lince a komunikace není pořádku. 
V tom případě je proměnná nastavena na hodnotu dvě a je provedena indikace příslušnými 
LED. Z procedury Měření je potom zavolána procedura Navázání komunikace a jsou 
smazány všechny znaky na displeji. 
Zapínání a vypínání LED indikujících správnou nebo špatnou komunikaci je stejné jako 
v předchozí úloze. 
Do procedury Měření doplníme zbytek programu tak, jak bylo nyní nastíněno. Po ověření 
podmínky, zda mají být data odesílána do počítače, zjistíme, jakou hodnotu má proměnná 
Stav. Pokud je její hodnota dvě, komunikace je nefunkční, a proto zavoláme proceduru 
Navázání komunikace. Po návratu z ní je opět nutné odeslat paket podle viz Tabulka 4.5, 
nastavit SCI pro příjem dat a povolit přerušení. Dále je třeba vynulovat proměnnou 
Přepočítat. Pokud je hodnota proměnné Stav jedna nebo nula, probíhá odesílání paketu podle  
Tabulka 4.6, dále nastavení SCI pro příjem dat a povolení přerušení a jednou za deset cyklů 
programu zavolání procedury Ověření komunikace. 
4.5.6. Popis jednotlivých funkcí a procedur ve vývojovém 
diagramu a nových datových typů a globálních proměnných 
Start – procedura vykonávaná ihned po startu programu. Jsou z ní volány ostatní 
procedury. 
Navázání komunikace – procedura, která probíhá, dokud není navázána komunikace s 
počítačem. 
Ověření komunikace – procedura, která dává vědět počítači, že je komunikace v 
pořádku. 
Nastavení parametrů programu – procedura, která je volána jako první po startu 
programu a stará se o uživatelská nastavení. 
 vstupně-výstupní parametry: proměnné, které uchovávají informace o tom, zda má 
být zobrazována absolutní velikost napětí na displeji, procentuální velikost napětí na displeji, 
zda má probíhat komunikace s počítačem, a o velikostech dolní a horní hranice. 
Měření – cyklicky pracující procedura provádějící měření napětí, zobrazování výsledků a 
komunikaci s počítačem. 
 vstupně-výstupní parametry:  proměnné, které uchovávají informace o tom, zda má 
být zobrazována absolutní velikost napětí na displeji, procentuální velikost napětí na displeji, 
zda má probíhat komunikace s počítačem, a o velikostech dolní a horní hranice. 
Detekce překročení hranic – procedura porovnávající aktuálně změřenou hodnotu 
napětí s uloženými hranicemi a provádí signalizaci na displeji. 
 vstupně-výstupní parametry:  proměnné, které uchovávají informace o velikostech 
dolní a horní hranice a o velikosti aktuálně změřeného napětí. 
Přerušení generované časovačem – hlídá komunikaci s počítačem a zajišťuje regulaci 
vzorkovací frekvence. 
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Přerušení generované SCI modulem – hlídá komunikaci s počítačem. 
Stav – globální proměnná, která uchovává informaci o stavu komunikace. 
Přepočítat – globální proměnná, která oznamuje, že má být proveden přepočet konstant 
regulátoru. 
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4.5.7. Vývojový diagram 
 
Obrázek 4.16: Vývojový diagram 
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4.5.8. Několik slov k programu pro počítač 
Zahájení komunikace: Menu/Run/Start. 
Ukončení komunikace: Menu/Run/Stop. 
Časovač pro hlídání komunikace je nastavený na dobu tří sekund, sběr a zpracování dat se 
provádí každých sto milisekund a odesílání ověřovacího znaku dle komunikačního protokolu 
probíhá každých 50 milisekund. 
Text uvnitř barevného panelu říká, zda je port otevřený nebo zavřený. Význam 
jednotlivých barev je potom následující:  
 Zelená – komunikace je v pořádku, přicházejí správná data a ve správném pořadí. 
 Žlutá – komunikace je pozastavena nebo ještě nebyla spuštěna. 
 Červená – komunikace je v nepořádku, přicházejí špatná data nebo ve špatném pořadí. 
Velikosti hranic jsou vypsány ihned po navázání komunikace. Překročení hranic je 
indikováno podbarvením červenou barvou. 
Posuvný ukazatel pod grafem ukazuje na místo, které je právě přepisované novou 
hodnotou. 
Doba měření není odvozena od systémového času, ale je počítána na základě přijatých 
dat. Přijetí sta paketů znamená inkrementování počitadla o jednu sekundu. Pokud je program 
pro mikrokontrolér správně napsaný, je velikost odchylky od systémového času přibližně 
2 sekundy/hodinu. 
 
Obrázek 4.17: Stavový automat programu v počítači 
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5. Závěr 
Ve své bakalářské práci jsem se zabýval mikrokontroléry řady MC9S08LH a vývojovou 
deskou TWR-S08LH64, LCD displejem GD-5306P a akcelerometrem MMA7361L. Cílem 
práce bylo vytvořit zadání pěti laboratorních úloh pro výše uvedené mikrokontroléry. 
Na začátku práce jsem se zaměřil na popis mikrokontroléru a jeho periferií. Uvedl jsem 
podrobně vlastnosti mikrokontrolérů řady MC9S08LH, vývojové deskyTWR-S08LH64, 
LCD displeje GD-5306P a akcelerometru MMA7361L. 
V další části práce jsem se zabýval vytvořením knihovny funkcí v jazyce C pro ovládání 
displeje. Popis knihovny jsem rozvedl po jednotlivých procedurách tak, jak následují po sobě 
v hlavičkovém souboru. 
V hlavní části jsem rozpracoval pět navržených laboratorních úloh demonstrujících 
použití LCD displeje, akcelerometru, A/D převodníků a případně dalších periférií 
mikrokontrolérů řady MC9S08LH. Jedná se o následující úlohy: Hodiny s minutkou a 
stopkami, Elektronická vodováha, Měření vstupního napětí a generování výstražných alarmů, 
Přenos informací z akcelerometru do nadřazeného počítače, Měřič napětí a zobrazovač 
průběhu jeho velikosti na PC. 
Všechny laboratorní úlohy jsem rozčlenil do následujících kapitol: Zadání, Popis 
ovládacích a zobrazovacích prvků, Popis programu, Postup zpracování úlohy, Vývojový 
diagram, Popis jednotlivých funkcí a procedur ve vývojovém diagramu a nových datových 
typů a globálních proměnných. Všechny postupy byly odzkoušeny a odladěny. U dvou 
nejsložitějších úloh jsem navíc uvedl kapitoly zabývající se komunikací s počítačem. 
Laboratorní úlohy byly vytvořeny pro studenty nižších ročníků elektrotechnické fakulty. 
Během programování mikrokontroléru mohou studenti používat buď již vytvořené knihovny 
k jednotlivým modulům, nebo si podobné knihovny mohou vytvářet sami. Seznámit se 
s funkcemi registrů a odvodit jejich potřebná nastavení podle datového listu 
k mikrokontroléru je však obvykle poměrně časově náročné a v rozsahu tříhodinových 
laboratorních cvičení prakticky nemožné. Podle vlastních zkušeností bych nejspíše zvolil 
kombinaci obou možností. Například časově velmi náročnou inicializaci zdroje hodinového 
signálu nebo LCD displeje by bylo vhodné provést zavoláním procedury z vytvořené 
knihovny. Naproti tomu knihovny pro ovládání přerušení nebo časovače by si mohli studenti 
zkusit naprogramovat samostatně. 
Všech pět laboratorních úloh se mi podařilo naprogramovat a odladit tak, aby programy 
fungovaly přesně podle zadání. Zdrojové kódy těchto úloh dodávám v přílohách.  
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Příloha 1. Knihovny 
1.1. Knihovna pro ovládání zroje hodinového signálu (ICS.*) 
1.1.1. Procedura void ICS_FEE(void); 
Je to jediná procedura v této knihovně. Provádí inicializaci vnitřního zdroje hodinového 
signálu v mikrokontroléru. Nastavení registrů musí respektovat několik základních 
požadavků. 
První požadavek vyplývá z následujícího obrázku, který uvádí, které moduly 
mikrokontroléru potřebujeme pro tvorbu úloh použávat a jak je k nim přiveden hodinový 
signál. 
 
 
Obrázek 8.1: Rozvod hodinového signálu k jednotlivým modulům mikrokontroléru [3] 
 
Z tohoto schématu je vidět, že potřebujeme aktivovat výstupy ICSOUT a OSCOUT. 
V následujícím obrázku je odvozené nastavení jednotlivých funkčních bloků zdroje 
hodinového signálu. 
 
Obrázek 8.2: Nastavení registrů zdroje hodinového signálu [3] 
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Abych mohl využívat oba potřebné výstupy zvolím si mód FEE (Engaged External). 
ISCOUT tedy poskytuje hodinový signál generovaný pomocí frekvenčně řízené smyčky 
(FLL – Frequency Locked Loop). Je tedy nutné nastavit CLKS na hodnotu 0. IREFS je nutné 
nastavit také na hodnotu nula, aby byl retenční signál odebírán z externího oscilátoru. RDIV 
je třeba nastavit tak, aby výstupní frekvence z děliče byla v rozsahu 31,25kHz..39,0625kHz. 
Vzhledem k tomu, že externí oscilátor má frekvenci 32,768kHz, je RDIV nastaveno na nulu 
a RANGE také (Table 11-3 [3]). Tím je nastavené vše tak, aby zdroj hodinového signálu 
pracoval v módu FEE. [3] 
Zbývá nastavit zbytek registrů. Interní zdroj hodin nepoužíváme, IRCLKEN, IREFSTEN 
nastavíme na nulu. Externí oscilátor nastavíme pro nízkopříkonový mód (HGO=0). Bypase 
mód nepoužíváme, a tak LP nastavíme na nulu. Následuje několik bitů souvisejících 
s externím oscilátorem. Ty nás budou zajímat především. EREFS vybírá použití externího 
oscilátoru, ERCLKEN aktivuje externí oscilátor, EREFSTEN vypíná externí oscilátor ve stop 
módu. [3] 
Pro naše úlohy stačí výstupní frekvence do 20MHz. DRS tedy nastavíme na nulu. 
Frekvence zdroje referenčního signálu (externího oscilátoru) je 32,768kHz, DMX32 
nastavíme tedy na jedničku (Table 11-7 [3]). Přeskočily jsme nastavení bitů BDIV, kterými 
můžeme dělit výstupní frekvenci. Tu ponecháme na 19,92MHz, a tak BDIV nastavíme na 
nulu. [3] 
Nakonec je třeba v cyklu vyčkat přepnutí přepínače ovládaného bity CLKS srovnáváním 
s příznakem CLKST. [3] 
1.1.2. Makra 
Dále je v této knihově nadefinována konstanta BUS_clock=9,96MHz, která je užitečná 
například při inicializaci sériového komunikačního rozhraní. 
1.2. Knihovna pro nastavení přerušení (Interrupts.*) 
1.2.1. Procedura void Virq_Init(void); 
Nastavuje přerušení generované vnějším zdrojem (na vývojové desce je k němu připojeno 
tlačítko SW4). Je potřeba odpojit interní pull-up/down rezistory, protože tento vstup má pull-
up rezistor již na vývojové desce. Dále je nastavena citlivost na vzestupnou hranu (uvolnění 
tlačítka), a pouze na hranu a povoleno generování přerušení. 
1.2.2. Procedura void Vkbi_Init(void); 
Nastavuje přerušení generované klávesnicí (na vývojové desce jsou to pouze tlačítka 
SW1, SW2, SW3).  
Před zahájením nastavování je potřeba deaktivovat generování přerušení. Nastavíme 
detekci sestupných hran (při zmáčknutí tlačítka), detekci pouze na pinech, na kterých jsou 
umístěná tlačítka, vymažeme příznak přerušení a znovu povolíme jeho generování. 
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1.2.3. Procedura void Vadc_Init(void); 
Pouze povoluje generování přerušení za předpokladu, že před ní již byla provedena 
inicializace A/D převodníku. 
1.2.4. Procedura void Vtod_Init(enum TTOD_Interrupt interval); 
V závislosti na vstupním parametru, který je výčtového typu, nastavuje generování 
přerušení po jedné sekundě nebo po čtvrtině sekundy. Zároveň maže příslušné příznaky. 
enum TTOD_Interrupt 
{ 
 one_second,quarter_second 
}; 
Opět přerušení pouze povoluje a navazuje tím na provedenou inicializaci časovače. 
1.2.5. Procedura void Vsci_Init(enum TSCI_Interrupt direction); 
V závislosti na vstupním parametru aktivuje generování přerušení při příchodu dat a jeho 
uložení do registru, nebo při dokončení odesílání dat v registru. Zároveň přepíná směr 
komunikace na příjem nebo odesílání. 
enum TSCI_Interrupt 
{ 
 transmit,receive 
}; 
1.3. Knihovna pro ovládání A/D převodníku (ADConverter.*) 
1.3.1. Procedura void Calibrate(void); 
Stará se o provedení kalibrace A/D převodníku před jeho použitím.  
Procedura zahájí kalibraci, vyčká dokončení A/D převodu, a pokud byl úspěšně 
proveden, proběhne vyhodnocení kalibračních odchylek, a uložení výsledné hodnoty do 
registru.  
Nakonec je vyčištěn registr pro výsledek A/D převodů a procedura je ukončena. 
1.3.2. Procedura void ADC_Init(enum TADC_Input input); 
Inicializace A/D převodníku před jeho použitím. 
Nejdříve nastaví převodník tak, aby mohla být provedena jeho kalibrace výše popsanou 
procedurou. Mezi hlavní nastavení patří zvolení 8 bitového převodu, vysoké rychlosti 
převodu, softwarového spouštění, provedení pouze jednoho převodu (nebo jedné sekvence 
převodů) a povolení hardwarového průměrování ze 32 vzorků. 
Poté je zavolána procedura Calibrate(). [3] 
Po jejím dokončení je A/D převodník nastaven tak jak budeme potřebovat, mnoho 
nastavení zůstane stejných. Změní se pouze vysoká rychlost převodu na normální rychlost, 
hardwarové průměrování ze 32 vzorků na 16 a je vybrán požadovaný vstup. Ten je zadán 
jako vstupní paramter této funkce a je to výčtový typ definovaný takto: 
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enum TADC_Input 
{ 
 Potentiometer=4, AccelerometerY=5, AccelerometerX=6, 
 LightSensor=10, TempSensor=26 
}; 
Přiřazené hodnoty se zjistí ve shcématu [4] a v referenčním manuálu [3]. 
1.3.3. Procedura void ADC_Input(enum TADC_Input input); 
Tato procedura pouze mění vstup A/D převodníku a součastně s ním se ihned spouští 
nový převod. Ten je opět zadán ve vstupním parametru. Předpokladem pro použití této 
funkce je provedení inicializace. 
1.4. Knihovna pro ovládání sériového komunikačního rozhraní (SCI.*) 
1.4.1. Procedura void SCI_Init(void); 
Tato procedura nastavuje sériové komunikační rozhraní. Je třeba nastavit, aby byly 
oddělené piny pro vysílání (TxD) a příjem (RxD). Další nastavení odpovídá zvolenému 
komunikačnímu protokolu, který je popsán kapitolách 4.4.3. a 4.5.3., tedy 8 bitový mód bez 
ověřování parity (tedy start-bit (1b) + data(8b) + stop-bit(1b)). Dále jsou deaktivována 
všechna přerušení a vysílání i příjem. Nakonec je nastavena přenosová rychlost podle vztahu 
1920016
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=
rychlostprenosovaZadana
sbernicesignaluhodinovehoFrekvenceBDSCI .  [Bd] [3] 
1.5. Knihovna pro ovládání časovače a zpožďovacích smyček (Timer.*) 
1.5.1. Procedura void TOD_Init(void); 
Nastavuje časovač před jeho použitím. Je důležité vypnout časovač před započetím 
nastavování. Dále je třeba zvolit zdroj hodinového signálu viz Obrázek 8.1 a Obrázek 8.2, 
vypnout TODCLK výstup a správě nastavit předděličku (Tabulka 16-3 [3]). 
Tato procedura již znovu časovač nespouští, protože v mnoha úlohách není vhodné 
časovač spouštět ihned na začátku programu. Lze ho tedy spustit kdykoliv nastavením bitu 
TODEN  z registru TODC. 
1.5.2. Procedura void wait2us(void); 
Tato procedura provádí čekací cyklus o délce přibližně dvou mikrosekund. Při volání 
procedury si procesor automaticky vytvoří zálohy registrů, které budou použity, a tak není 
potřeba se o nic starat. 
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Výpočet délky cyklu je následující:  
Tabulka 8.1: Počet cyklů sběrnice nutných pro zpracování instrukcí [7] 
INSTRUKCE POČET CYKLŮ SBĚRNICE 
CLRA 1 
CLRX 1 
INCA 1 
INCX 1 
CMP 2 
CPX 2 
BCS 3 
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Počet kroků smyčky je 1, Režie spojená s voláním této procedury a návratem z ní trvá 12 
cyklů sběrnice a frekvence hodinového signálu sběrnice je 9,96MHz. 
1.5.3. Procedura void wait10us(void); 
Je stejná jako předchozí, pouze počet kroků smyčky je zde 15. 
1.5.4. Procedura void wait100us(void); 
Je opět stejná jako předchozí dvě, pořet kroků je 244. 
1.5.5. Procedura void wait1ms(void); 
Zpoždění o délce 1 ms nelze provést jedním cyklem, je nutno do sebe zanořit dva cykly. 
Zpracovani procedury je opět poobné, liší se pouze výpočtem a počty kroků obou cyklů. 
 
 55 




















+
+
⋅=










BCSinstrukceanizpra
prosbernicecyklupocet
CPXinstrukceanizpra
prosbernicecyklupocet
INCXinstrukceanizpra
prosbernicecyklupocet
smyckyvnitrnikrokupocet
smyckycekaci
vnitrniprovedenipro
sbernicecyklupocet
__cov
____
__cov
____
__cov
____
___
_
___
___
 


































+
+
+
+
⋅=










smyckycekaci
vnitrniprovedenipro
sbernicecyklupocet
BCSinstrukceanizpra
prosbernicecyklupocet
CMPinstrukceanizpra
prosbernicecyklupocet
CLRXinstrukceanizpra
prosbernicecyklupocet
INCAinstrukceanizpra
prosbernicecyklupocet
smyckyvnejsikrokupocet
smyckycekaci
vnejsiprovedenipro
sbernicecyklupocet
_
___
___
__cov
____
__cov
____
__cov
____
__cov
____
___
_
___
___
 
















+
+
=





smyckycekacivnejsiprovedeni
prosbernicecyklupocet
CLRAinstrukceanizpra
prosbernicecyklupocet
navratavolaninarezije
proceduryceleprovedeni
prosbernicecyklupocet
___
____
__cov
____
____
__
____
 
 
][___
______
_
MHzsbernicesignaluhodinovehofrekvence
proceduryceleprovedeniprosbernicecyklupocet
zpoznenidelka = . [µs] 
 
Počet kroků vnitřní smyčky je 137, počet kroků vnější smyčky je 12. Režie spojená 
s voláním této procedury a návratem z ní trvá 12 cyklů sběrnice a frekvence hodinového 
signálu sběrnice je 9,96 MHz. 
1.5.6. Procedura void wait40ms(void); 
Zpracování procedury je stejné, liší se pouze počty kroků vnitřní i vnější smyčky, které 
oba jsou nastavené na 255. Tím je tedy dosaženo maximálního zpoždění pomocí dvou 
smyček. 
1.6. Knihovna obsahující regulátor vzorkovací frekvence (Regulator.*) 
1.6.1. Procedura void Regulator(enum TBool recount, unsigned int cycles, 
unsigned int *delay); 
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Tato procedura slouží k regulaci vzorkovací frekvence 100 Hz. Je použita pouze v 
5. úloze. Regulace probíhá následovně: v každém cyklu programu jse proveden čekací 
cyklus. Procedura je volána s parametrem Recount rovným nule. Jednou za sekundu časovač 
při přerušení změní hodnotu tohoto vstupního parametru na jedna a v závislosti na počtu 
cyklů programu provedených za jednu sekundu je přepočítána hodnota vstupně-výstupního 
paramtetru delay. Ten určuje počet zpožďovacích cyklů. Výpočet hodnoty parametru delay 
probíhá podle následujícího vzorce: 
( ))1(10010)1()( −−⋅−−= kcycleskdelaykdelay . 
Tento vzorec odpovídá operátorovému přenosu regulátoru: 
1
10)(
−
−
=
z
zFR . 
Z přenosu je patrné, že se jedná o diskrétní sumační člen. Ten je zapotřebí, aby bylo 
dosaženo nulové ustálené odchylky při skoku řízení i poruchy, tedy vzorkovací frekvence 
100 Hz. Zesílení 10 je stanoveno jako určitý kompromis mezi rychlostí regulace a kmitáním 
okolo nulové ustálené odchylky (vysoké zesílení sice zrychluje přechodový děj, ale 
znemožňuje dostatečně jemně doladit zpoždění okolo nulové ustálené odchylky z důvodu 
zaokrouhlování na celá čísla a systém značně kmitá).  
Abych mohl provést ověření navrženého regulátoru, potřeboval jsem provést identifikaci 
soustavy (procedury Měření). Pro její identifikaci jsem využil ladicí prostředí firmy 
Freescale, které je schopné velmi dobře simulovat operace v mikrokontroléru. Pomocí něho 
jsem tedy spočítal počet cyklů sběrnice potřebných pro zpracování jednoho cyklu procedury 
Měření a jednoho cyklu v proceduře Regulator. Počet provedených cyklů procedury měření 
(neboli aktuální vzorkovací frekveci) lze spočítat následovně: 
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Pro provedení simulace v programu Matlab – Simulink jsem vytvořil toho modelovací 
schéma: 
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Obrázek 8.3: Model programu pro mikrokontrolér 
 
Výsledkem simulace jsou následující odezvy: 
 
Obrázek 8.4: Odezva modelu na skok řízení (1s). Nahoře vzorkovací frekvence, dole počet zpožďovacích 
cyklů regulátoru. 
 
 58 
 
Obrázek 8.5: Odezva systému na skok řízení (1s), první poruchy (15s - prodloužení programu, např. 
navázání komunikace s PC)  a druhé poruchy (25s - zkrácení programu, např. selhání komunikace s PC). 
Nahoře vzorkovací frekvence, dole počet zpožďovacích cyklů regulátoru. 
Příloha 2. Samostatné hlavičkové soubory 
2.1. Soubor s definicí vstupů a výstupů (InpOut.h) 
Tento soubor definuje konstanty, které udávají umístění LED, tlačítek a speakeru na 
portech mikrokontroléru. Dále je zde konstanta, která udává maximální vstupní napětí A/D 
převodníku. Ta je využita v úlohách, které používají přepočty podle vztahu (3) a (4). 
2.2. Soubor s definicí maker (Macros.h) 
Tento soubor definuje konstanty pi a SENSITIVY, která je použita v úloze č. 2 pro udání 
tolerance výchylky při indikaci vyvážení (dva stupně). 
Dále jsou zde makra pro provádění operací s bity: nastavení, vynulování, zjištění 
hodnoty, kopie hodnoty,… a kopie bytu a slova.  
Následující makra jsou užitečná při operaci se vstupními signály. Patří mezi ně detekce 
nástupné/sestupné hrany, čekání na nástupnou/sestupnou hranu a čekací smyčka, užitečná 
například pro jednoduché ošetření zákmitů tlačítek. 
Dalším makrem je výpočet aproximace matematické funkce arcus sinus. Tato aproximace 
je důležitá pro řešení druhé úlohy. 
Poslední dvě makra jsou užívána pro signalizaci stavů v různých úlohách. Jsou to makra 
BEEP a BLINK_LED. 
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Příloha 3. Odvození matematických vztahů v úloze č. 2 
Nejdříve je nutno převést číslo z výstupu A/D převodníku na velikost napětí ve voltech 
podle rovnic (3) a (4). Tento převod je vpodstatě obyčejnou trojčlenkou. 
Následně je třeba toto napětí převést na zrychlení. V datatovém listu k akcelerometru lze 
nalést velikosti napětí odpovídající hodnotám statického zrychlení: -1g...0,85V, 0g...1,65V, 
+1g...2.45V. V následujících převodech nejdříve potřebujeme odstranit posun o 1,65V a poté 
výsledek vynásobit konstantou tak, aby výsledná hodnota byla v rozsahu -1V..+1V. 
Výsledný úhel získáme aplikováním funkce arcus sinus na výsledek předchozího kroku a 
převodem do stupňové míry. 
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Obrázek 8.6: Závislost úhlu ve stupňové míře na napětí na výstupu akcelerometru 
 
Tím jsme odvodili funkci pro přepočet. Nakonec je ještě třeba odvodit aproximamační 
funkci funce arcus sinus. Aproximace pomocí rozvoje do Taylorovy řady je odvozena 
následovně 
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Pro a=0 lze zápis zjednodušit do rozvoje Mac Laurinovy řady 
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Pro naše účely stačí aproximace devátého řádu. Funkce bude mít potom tvar 
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a po dosazení za derivace v čitatelích zlomků a několika dalších jednoduchých úpravách 
dostáváme pro aproximaci následující předpis: 
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Obrázek 8.7: Srovnání funkce arcus sinus a její aproximace rozvojem do Taylorovy řady (zelená -
 aproximovaná, modrá – skutečná) 
 
Obrázek 8.8: Srovnání konečného výsledku pomocí funkce arcus sinus a její aproximace rozvojem do 
Taylorovy řady (zelená – aproximovaná, modrá – skutečná) 
Příloha 4. Zdrojové soubory 
Zdrojové soubory jsou přiložené v souboru xrehor04_prilohy.zip. Tento soubor obsahuje 
složky s názvem Uloha_X, kde X je číslo úlohy. V těchto složkách jsou umístěné zdrojové 
soubory pro mikrokontrolér ke každé úloze i zdrojové soubory pro počítač k úlohám č. 4 a 5. 
