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RESUM  
Les Xarxes de Sensors sense fil són una tecnologia emergent molt prometedora 
per a una àmplia varietat d'aplicacions en enginyeria per la seva fàcil instal·lació i 
manteniment. Usada inicialment en aplicacions militars, ara s'ha estès a moltes 
àrees industrials i d'interès social, com controls del procés de producció, 
monitoratge de la salut, domòtica o control de trànsit. 
 
Aquest projecte està enfocat en el disseny d'una xarxa sense fils per al laboratori 
de química UPC Urgell (Barcelona). El disseny consisteix en centralitzar una sèrie 
de sensors de temperatura mitjançant tecnologia sense fils i crear un programari 
específic per poder supervisar les dades obtingudes. 
 
Per afegir més funcionalitat al projecte, s'ha creat una aplicació web on la seva 
funció és permetre visualitzar les temperatures mesures des d'un punt remot, 
sempre que es disposi d'un dispositiu que permeti la navegació web. D'aquesta 
manera s'aconsegueix un sistema totalment flexible i capaç de mostrar l'estat del 
sistema de forma remota sense la necessitat que la persona hi sigui present 
durant l'experiment. 
 
Entre les principals tecnologies usades per dur a terme la realització d'aquest 
projecte es pot destacar la comunicació sense fils ZigBee (IEEE 802.15.4), la 
comunicació bus USB PC a USB PIC18F4550, programació en Visual C++, 
tecnologia web HTTP, bases de dades MySQL. 
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RESUMEN  
Las Redes de Sensores Inalámbricos son una tecnología emergente muy 
prometedora para una amplia variedad de aplicaciones en ingeniería debido a su 
fácil instalación y mantenimiento. Usada inicialmente en aplicaciones militares, 
ahora se ha extendido a muchas áreas industriales y de interés social, como 
controles del proceso de producción, monitorización de la salud, domótica o 
control de tráfico. 
 
Este proyecto está enfocado en el diseño de una red inalámbrica para el 
laboratorio de química UPC Urgell (Barcelona). El diseño consiste en centralizar 
una serie de sensores de temperatura mediante tecnología inalámbrica y crear 
un software específico para poder supervisar los datos obtenidos. 
 
Para añadir mayor funcionabilidad al proyecto, se ha creado una aplicación web 
cuya función es permitir visualizar las temperaturas medidas desde un punto 
remoto, siempre y cuando se disponga de un dispositivo que permita la 
navegación web. De esta forma se consigue un sistema totalmente flexible y 
capaz de mostrar el estado del sistema de forma remota sin la necesidad de que 
la persona este presente durante el experimento. 
 
Entre las principales tecnologías usadas para llevar a cabo la realización de este 
proyecto se puede destacar la comunicación inalámbrica ZigBee (IEEE 802.15.4), 
la comunicación bus USB PC a USB PIC18F4550, programación en Visual C++, 
tecnología web HTTP, bases de datos MySQL. 
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ABSTRACT 
Wireless Sensor Networks are a promising emerging technology for a wide 
variety of engineering applications due to its easy installation and maintenance. 
Initially used in military applications, has now spread to many areas of industrial 
and social interest, such as production process controls, health monitoring, home 
automation and traffic control. 
 
This project focuses on the design of a wireless network for the chemistry lab 
UPC Urgell (Barcelona). The design is to centralize a number of temperature 
sensors using wireless technology and create specific software to monitor data. 
 
To add more functionality to the project, has created a Web application whose 
function is to allow displaying the measured temperatures from a remote location 
as long as you have a device for web browsing. This will get a totally flexible and 
able to display system status remotely without the need for the person to be 
present during the experiment. 
 
The main technologies used to carry out this project can highlight the wireless 
ZigBee (IEEE 802.15.4), the communication bus PIC18F4550 USB PC USB, 
programming in Visual C++, web technologies HTTP, MySQL databases. 
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PROLOGO 
La siguiente memoria pretende reflejar el desarrollo del proyecto desde los 
aspectos de diseño hasta la implementación del mismo. 
Para hacer más amena la lectura de la memoria y para sistematizar futuras 
consultas sobre los aspectos puntuales de la misma la memoria esta 
estructurada en cuatro dosieres: 
 
• Memoria técnica. 
• Memoria económica. 
• Anexos. 
• Manual de usuario. 
 
En el primero de los cuatro dosieres se analizan los aspectos relacionados con el 
diseño del proyecto, tanto el diseño del software como el diseño del hardware. 
También se hace un pequeño recogido teórico de aspectos a tener en cuenta en 
el desarrollo del proyecto. Por lo que hace al diseño del hardware se explica 
como se ha diseñado y programado cada una de las funciones del programa de 
supervisión. En el caso del diseño del hardware se pueden encontrar todos los 
cálculos que han sido necesarios para realizar el desarrollo de los esquemas 
electrónicos del coordinador y de los dispositivos finales. 
Dentro de la memoria técnica se encuentran las conclusiones del proyecto y la 
bibliografía. 
El segundo dosier es el correspondiente a la memoria económica en la que se 
pueden ver detallados los costes de producción del proyecto, tanto del prototipo 
sobre el que se trabaja en este proyecto para la demostración del 
funcionamiento del sistema diseñado, como los costes de una posible producción 
seriada del mismo. 
El tercer dosier es el correspondiente a los anexos, en cual están incluidos los 
esquemas electrónicos de cada uno de los circuitos diseñados, los fotolitos para 
la realización de los circuitos impresos, código fuente de los programas 
realizados, etc. 
El cuarto y último dosier es el manual de usuario, es una guía de la utilización del 
hardware y del software diseñado. Detalla los pasos a seguir para el correcto 
funcionamiento de todo el sistema y es una guía de los posibles errores o 
matices que hacen falta tener en cuenta. 
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CAPITULO 1: 
INTRODUCCIÓN 
 
1.1. Marco del proyecto 
Debido a la necesidad de obtener unos mejores resultados a la hora de 
experimentar y realizar practicas por parte de los estudiantes en determinados 
procesos del laboratorio de química de l’Escola Universitària d’Enginyeria Tècnica 
Industrial de Barcelona (EUETIB), se propuso al departamento de informática 
diseñar una red inalámbrica para instrumentación de procesos capaz de 
supervisar las temperaturas de diferentes procesos químicos.  
Unas de las ventajas de realizar las medidas utilizando un sistema informatizado 
en lugar de sensores analógicos como puede ser por ejemplo un termómetro, es 
no tener que interpretar las mediciones de los mismos eliminando de esa forma 
los posibles errores de lectura que puede realizar el usuario. Al ser un sistema 
informatizado los valores obtenidos son de fácil interpretación, además de 
permitir tener un registro de las medidas realizadas en el PC. 
En el desarrollo del mismo se creyó conveniente dotar al proyecto de la 
posibilidad de supervisar remotamente el estado de las temperaturas de los 
procesos a través de la utilización de conexión web. De esta forma se puede 
visualizar las temperaturas medidas desde un punto remoto siempre y cuando se 
disponga de un ordenador con conexión a internet. Con ello se consigue un 
sistema flexible capaz de mostrar el estado del sistema de forma remota sin la 
necesidad de que la persona tenga que desplazarse al terminal de control para 
consultar el estado a tiempo real. 
Este proyecto tiene dos partes claramente definidas. Por un lado el diseño del 
hardware para poder realizar la adquisición de las temperaturas de forma 
inalámbrica. Este sistema se compone de un sistema coordinador, que es el 
encargado de controlar el flujo de la información entre los dispositivos finales y el 
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PC de la estación de trabajo, y los dispositivos finales que son los encargados de 
adquirir las temperaturas y enviárselas al coordinador. 
Por otro lado el diseño del software. Es el encargado de facilitar al usuario del 
sistema la configuración de los tiempos de adquisición, la visualización de las 
temperaturas y el control del nivel de energía de las baterías de los dispositivos 
finales. 
Si se analiza el hardware, el sistema coordinador es el encargado de gestionar 
los datos llegados de los dispositivos finales de forma inalámbrica y los datos 
llegados del PC mediante conexión USB (Universal Serial Bus). Para 
posteriormente enviar los datos de configuración, mediciones, etc… al destino 
adecuado (PC o Dispositivos finales) para el correcto funcionamiento de la red 
inalámbrica.  
El software consiste en una interface grafica sencilla para que el usuario pueda 
supervisar el proceso de una forma clara y sencilla. Además incluye el desarrollo 
de una página web que hace uso de una base de datos MySQL para poder 
supervisar el estado de la temperatura actual remotamente. 
En la siguiente figura se puede observar un esquema general que representa lo 
explicado en este apartado.  
 
 
 
 
 
 
 
 
 
 
 
Figura 1. Esquema general representativo del funcionamiento. 
 
1.2. Objetivos 
El objetivo del proyecto es crear una red inalámbrica para instrumentación de 
procesos parecida a la disponible, de menor coste y con prestaciones similares 
para el laboratorio de química de l’Escola Universitària d’Enginyeria Tècnica 
Industrial de Barcelona (EUETIB). Los objetivos tecnológicos de este proyecto 
son: 
 
 
Internet 
DISP. FINAL 2 
PC SERVIDOR / SCADA COORDINADOR 
DISP. FINAL 1 PC 1 PC 2 
USB HTTP 
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• Diseñar un hardware capaz de capturar magnitudes físicas y enviarlas de 
forma inalámbrica a un hardware coordinador. 
• Diseñar un hardware coordinador capaz de gestionar los datos recibidos 
por los dispositivos finales y el PC. 
• Crear un software SCADA que permita ver las variables medidas y el 
estado de los dispositivos finales, además de permitir configurar los 
tiempos de adquisición. 
• Crear un servidor en el PC que permita consultar las variables mostradas 
en el SCADA de forma remota. 
 
1.3. Antecedentes 
El sistema actual que dispone el laboratorio de l’Escola Universitària d’Enginyeria 
Tècnica Industrial de Barcelona (EUETIB) está formado por una serie de sensores 
inalámbricos, que son los encargados de obtener las magnitudes físicas 
necesarias del proceso en estudio (temperatura). Dichos sensores transmiten la 
información de forma inalámbrica a un concentrador web. Para consultar los 
datos obtenidos por los sensores se puede acceder mediante navegador web o 
utilizando el SCADA. 
 
Los sensores inalámbricos constan de:  
 
• Batería. 
• Microcontrolador. 
• Módulo XBee para enviar los datos al concentrador. 
 
  
Figura 2. Sensor y transmisor inalámbrico. 
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Los sensores inalámbricos son configurables y se puede variar el tiempo de 
adquisición. Para configurarlos es necesario utilizar un software específico vía 
conexión USB. De esta forma, según la necesidad, se puede optar por un 
seguimiento más preciso de la evolución de las magnitudes o un mayor ahorro 
energético de la batería del sensor.  
 
La obtención de la información puede ser visualizada por dos vías: 
 
• Vía Web se puede observar la temperatura adquirida por los sensores (ver 
figura 3). 
• Mediante un SCADA que permitirá además de ver la temperatura, poder 
ver el nivel de señal que ofrece cada dispositivo y el nivel de batería 
existente (ver figura 4). 
 
El concentrador es el encargado de captar toda la información enviada por los 
dispositivos y enviarla a la red vía Ethernet para poder consultarlos vía http. 
 
 
 
Figura 3. Acceso HTTP. 
 
En el SCADA se puede consultar los valores de temperatura de los sensores 
además de poder visualizar otras magnitudes como por ejemplo el nivel de la 
señal de recepción de los sensores. Ver figura 4. 
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Figura 4. SCADA mediante acceso OPC. 
 
La arquitectura del sistema montado en el laboratorio de química UPC Urgell 
(Barcelona) podemos observarla en la figura 5. 
 
 
 
 
 
 
 
 
 
 
 
 
Figura 5. Red montada en laboratorio de la UPC. 
 
En resumen el sistema actual del laboratorio consta de las siguientes partes: 
 
• Una serie de módulos inalámbricos con sus respectivos sensores, batería, 
microcontrolador, etc. 
• Un dispositivo concentrador para envío de datos (Ethernet) a la red para 
su  visualización vía Web. 
• Un SCADA para visualizar los datos vía Ethernet en el PC. 
 
 
OPC 
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CAPITULO 2: 
ARQUITECTURA Y 
SELECCIÓN DE 
TECNOLOGÍAS 
En este capítulo se presenta y justifica el diseño general de la arquitectura de la 
red, en el que se incluye también la selección de un conjunto de tecnologías de 
comunicaciones. Para mayor información sobre las tecnologías disponibles 
consultar el volumen memoria añadido en los anexos de este proyecto. 
2.1. Topologías de la red 
Unas de las principales topologías que existen en las redes inalámbricas son: 
 
• Estrella 
• Árbol 
• Mesh 
 
En la siguiente figura se puede observar un esquema que nos muestra la forma 
de cada tipología de red. 
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Figura 6. Topología de las principales redes. 
 
A la red en estrella se le puede tipificar como la topología más sencilla de todas 
ellas. Esta topología tiene un coordinador conectado a una red con uno o más 
dispositivos finales (end point). Cabe recordar que un dispositivo final se 
comunica solamente con un enroutador o coordinador, y nunca directamente con 
otro dispositivo que sea dispositivo final. Un ejemplo simple y muy gráfico para 
entender este tipo de topología es el conjunto formado por una televisión y su 
mando a distancia. 
La topología en árbol (cluster tree)  es una red mucho más complicada que la red 
en estrella. Este tipo de topología es similar a la usada para la conexión en redes 
de PC, en la cual los dispositivos se bifurcan como si de un árbol de tratase. La 
topología más interesante (y una de las causas por las que parece que puede 
triunfar ZigBee) es la topología de malla. Ésta permite que si en un momento 
dado un nodo del camino falla y cae, pueda seguir la comunicación entre todos 
los demás. Los nodos pueden seguir comunicándose debido a que el coordinador 
es el encargado de rehacer y gestionar todos los caminos.  
La topología de malla (Mesh) a diferencia de otras (como la topología en árbol y 
la topología en estrella), no requiere de un servidor o nodo central, con lo que se 
reduce el mantenimiento (un error en un nodo, sea importante o no, no implica 
la caída de toda la red). 
Las redes de malla son auto routeables. La red puede funcionar, incluso cuando 
un nodo desaparece o la conexión falla, ya que el resto de los nodos evitan el 
paso por ese punto. En consecuencia, la red malla, se transforma en una red 
muy confiable.  
Una red con topología en malla ofrece una redundancia y fiabilidad superiores, 
mayor facilidad de solución de problemas y como hemos comentado 
anteriormente aumento de la confiabilidad. En muchas ocasiones, la topología en 
malla se utiliza junto con otras topologías para formar una topología hibrida. 
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2.2. Arquitectura de la red 
Las posibles arquitecturas de la red inalámbrica para instrumentación de 
procesos pueden verse en las siguientes figuras. 
 
 
 
 
 
 
 
 
 
Figura 6. Arquitectura sin coordinador. 
 
En la figura 6 se puede observar una arquitectura basada en el uso de tecnología 
inalámbrica Wi-fi o Bluetooth. Utilizando Wi-fi o Bluetooth no es necesario el uso 
de un Hardware coordinador debido a que hoy en día cualquier PC dispone de 
estas tecnologías o es muy simple el adaptarlo para ello. 
 
 
 
 
 
 
 
 
 
Figura 7. Arquitectura con coordinador. 
 
Otro tipo de arquitectura es la que se puede visualizar en la figura 7. En esta 
arquitectura se utiliza la tecnología inalámbrica ZigBee, para poder utilizar esta 
tecnología es necesario adaptar la señal inalámbrica usada a un estándar 
aceptado por el PC como puede ser el bus USB. Lo más idóneo seria adaptarlo al 
bus USB por su alta disponibilidad en los PC, por disponer de alimentación por 
medio de él del propio PC, etc. Muchas otras razones de la elección USB son 
tratadas en el capitulo numero 3 diseño electrónico. 
 
USB 
Wi-Fi o 
Bluetooth 
ZigBee 
Dispositivo Final 1 
Dispositivo Final 1 
PC Servidor / SCADA 
PC Servidor / SCADA 
Coordinador 
Internet 
Internet 
Dispositivo Final n 
Dispositivo Final n 
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2.3. Por qué topología estrella 
Unas cuantas razones de elección de esta topología son el bajo coste de 
implementación (por requerir poca electrónica en su desarrollo) y no ser 
necesario disponer de una comunicación entre dispositivos finales. El uso de 
cualquiera de las otras topologías complicaría el desarrollo del proyecto 
innecesariamente, además de encarecerlo considerablemente para después no 
llegar a aprovechar todas sus funciones. 
 
2.4. Por qué ZigBee 
La tecnología inalámbrica escogida es ZigBee porque hace posible que 
dispositivos electrónicos de bajo consumo puedan realizar comunicaciones 
inalámbricas. Es especialmente útil para redes de sensores en entornos 
industriales, médicos y sobre todo domóticos. Las comunicaciones con ZigBee se 
realizan en la banda libre de 2.4GHz. A diferencia de bluetooth, este protocolo no 
utiliza FHSS (Frequency Hooping Spread Spectrum), sino que realiza las 
comunicaciones a través de una única frecuencia, es decir, de un canal. 
Normalmente puede escogerse un canal de entre 16 posibles.  
El alcance depende de la potencia de transmisión del dispositivo, así como 
también del tipo de antena utilizada (cerámica, dipolo, etc.). El alcance normal 
con antena dipolo, en línea vista, es de aproximadamente (tomando como 
ejemplo el caso de MaxStream, en la versión de 1mW de potencia) 100m y en 
interiores de unos 30m. La velocidad de transmisión de datos de una red ZigBee 
es de hasta 256kBps. Una red ZigBee (teóricamente) puede estar formada por 
un máximo de 65535 equipos, es decir, el protocolo está preparado para poder 
controlar en la misma red 65535 dispositivos. 
 
Las características que hacen decantarse por el uso de ZigBee son:  
• Bajo coste económico.  
• Menor consumo energético comparado con Wi-Fi y Bluetooth.  
• Uso de bandas de radio libres y sin necesidad de licencias.  
• Instalación barata y simple (No es necesaria mucha electrónica para 
implementarlo).  
• Redes flexibles y extensibles.  
• 65535 posibles nodos frente los 8 de Bluetooth. 
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2.5. Por qué PIC18F4550 
En la realización del proyecto se utiliza el PIC18F4550 porque el microcontrolador 
reúne las características necesarias actuales y podría ajustarse sin problemas a 
características futuras. 
Una de las características más importantes de este microcontrolador es que 
dispone de conexión USB y posibilidad de establecer comunicaciones serie. 
Además de disponer de 13 entradas  de conversión analógicas lo cual es ideal en 
caso de necesitar controlar gran cantidad de variables físicas.  
Las características que hacen decantarse por el PIC18F4550 son las siguientes: 
• Cumple con el estándar USB V2.0. 
• 32kb de memoria de programa Flash. 
• Baja velocidad (1,5 Mb/s) y alta velocidad (12 Mb/s). 
• Soporta transferencias de Control, Asíncronas, Interrupción y Bulk. 
• Soporta un máximo de 32 Endpoints (16 Bidireccionales). 
• 1 kByte de RAM con Acceso dual para USB. 
• Transmisor USB en el propio chip con Regulador de Voltaje.  
• Modo Idle y Sleep con 5,8 µA y 0,1 µA de consumo respectivamente. 
 
Además de disponer de una muy buena conectividad con el exterior: 
• Alta corriente de salida: 25 mA. 
• 35 pines entradas / salidas.  
• 13 entradas convertidoras analógico / digital. 
• Convertidor analógico digital de 10 bits. 
 
Creemos que es un microprocesador potente tanto para el desarrollo actual como 
para posteriores ampliaciones del proyecto. 
 
2.6. Por qué USB 
USB es elegido porque las conexiones con este bus son plug & play, eso quiere 
decir que el dispositivo es detectado automáticamente al conectarlo al PC. 
Además de ser hot plugging que significa que no es necesario desconectar ni 
reiniciar el equipo para instalar o desinstalar un dispositivo. Y además permite 
alimentar hardware de forma simple debido a que el propio bus nos proporciona 
una alimentación de 5V. 
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CAPITULO 3: ESTUDIO 
TECNOLOGÍAS 
En este capítulo se realiza un breve estudio de las tecnologías utilizadas para el 
desarrollo del proyecto, este capitulo presenta y ayuda a entender las 
características mas importantes de cada tecnología.  
3.1. Comunicación inalámbrica 
Las transmisiones de datos entre equipos electrónicos sin cables se están 
aplicando cada vez más debido a los medios tecnológicos actuales, estos medios 
son los circuitos integrados los cuales permiten hacer un diseño sin tener 
demasiados conocimientos de RF, ni disponer de cara instrumentación para RF, 
debido a que estos dispositivos requieren pocos componentes externos y ningún 
tipo de ajuste en RF. 
Primero se usaron módulos de RF con componentes discretos unidireccionales y 
precisamente para no tener que depender del diseño de una circuitería en RF. 
Posteriormente con la aparición de circuitos transmisores completamente 
integrados que unificaron las funciones de emisor y receptor, haciendo uso de 
diferentes bandas de frecuencia que se fueron estandarizando en diferentes 
zonas (Europa y USA), han permitido poderlos utilizar en los diferentes campos 
de aplicación industrial, comercial, y ámbito medico, como por ejemplo: control 
remoto, transmisión de datos en sensores, sistemas de adquisición de datos, 
monitorización médica o de la salud, etc... Las comunicaciones inalámbricas por 
RF se pueden dividir en las que no cumplen ningún protocolo estándar, las que 
cumplen un protocolo estándar y en las normativas sobre sus distintas 
frecuencias de trabajo, que a la vez definen velocidad de transmisión, ancho de 
banda y campo de aplicación. 
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3.1.1. ZigBee IEEE 802.15.4 
Iniciado por Philips, Honeywell, Invensys y seguido por Motorola (ahora 
Freescale), Mitsubishi y hasta 25 empresas más, con la idea de crear un sistema 
estándar de comunicaciones inalámbrico y bidireccional, ideado para usarlo 
dentro de dispositivos de domótica, automatización de edificios (denominado 
inmótica), control industrial, periféricos de PC y sensores médicos. Los miembros 
de esta alianza justifican el desarrollo de este estándar para cubrir el vacío que 
se produce por debajo del Bluetooth. Puede transmitir con un simple protocolo 
de 20kB/s hasta 250Kbps trabajando a una frecuencia de 2,4GHz con la 
tecnología GSSS, bajo consumo y rangos entre 10 y 75 metros, aunque las 
condiciones físicas ambientales son las que determinan las distancias de trabajo. 
 
IEEE 802.15.4 es un simple protocolo de paquetes de datos para redes 
inalámbricas ligeras. ZigBee, se conoce con otros nombres como "HomeRF Lite", 
también puede usar las bandas libres ISM de 2,4 GHz, 868 MHz (Europa) y 915 
MHz (EEUU). Una red ZigBee puede estar formada por hasta 255 nodos, los 
cuales tienen dormido el “transceiver” ZigBee la mayor parte del tiempo, para 
mantener un bajo consumo. 
 
3.1.2. Fundamentos del estándar IEEE 802.15.4 
El IEEE 802.15.4 es un protocolo de paquete de datos simple para redes 
inalámbricas ligeras. Muchos de los aspectos de este diseño han sido usados 
durante muchos años en redes de radio paquetes. 
 
• Debido a que ZigBee se concentra en la baja transmisión de datos, se 
emplea CSMA (Carrier Sense Multiple Access) para evitar interferencias. 
CSMA indica simplemente que los dispositivos 802.15.4 escuchan antes de 
transmitir. 
• Si hay una interferencia, el dispositivo espera un período de tiempo y 
vuelve a intentarlo otra vez. 
• Hay 16 canales definidos en la banda de 2.4 GHz. Y dispone de estructuras 
“beacon” (guías) para mejorar la latencia. 
• El estándar IEEE 802.15.4 define múltiples niveles de seguridad. 
• El protocolo 802.15.4 está diseñado para la monitorización y para 
aplicaciones de control donde la duración de la pila es importante. 
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3.1.3. Topología en estrella 
Todos los nodos de una misma WPAN están coordinados por un único nodo FFD 
que recibe el nombre de Coordinador de Red y entre sus principales tareas se 
encuentran la de coordinar el acceso al medio. 
El coordinador de red, al tener el papel principal de organizador, posee unos 
requerimientos de energía mayores que el resto de los nodos y es por ello que 
este suele ser un nodo con una unidad de energía no agotable (conectado a la 
red eléctrica). 
 
3.2. USB 
3.2.1. Topología 
El bus USB es un bus basado en el paso de testigo (Token Ring) similar al de 
otros buses como los de las redes locales en anillo, por ejemplo la red FDDI 
(Fiber Distribuited Data Interface). El controlador USB distribuye testigos por el 
bus y cuando la dirección del dispositivo coincide con la dirección que contiene el 
testigo, acepta la conexión y realiza las tareas encomendadas. 
El bus USB utiliza una topología de estrellas sobrepuestas que permite el 
funcionamiento simultáneo de 127 dispositivos. En la raíz o vértice de las capas 
esta el controlador principal o host que controla todo el trafico que circula por el 
bus. Esta topología permite a muchos dispositivos conectarse en un único bus 
lógico sin que los dispositivos que se encuentren en la parte baja de la pirámide 
sufran retrasos. En la figura 5 podemos observar un ejemplo de topología. 
 
 
 
 
 
 
 
 
 
 
 
 
 
  
Figura 5. Estructura de capas del bus USB. 
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El sistema USB consta de tres componentes: 
• Un controlador o host. 
• Hubs o concentradores. 
• Periféricos. 
 
Los controladores se encuentran dentro del PC y son los responsables de las 
comunicaciones entre los periféricos USB y la CPU (Central Processing Unit) del 
PC. El controlador o host es también el responsable de la admisión de los 
periféricos dentro del bus, tanto si se detecta una conexión como una 
desconexión. Para cada periférico añadido el controlador determina su grupo y lo 
asigna a una dirección lógica para utilizarla siempre en las comunicaciones con 
este. Una vez se ha producido la conexión correctamente el controlador asigna al 
periférico los recursos del sistema necesarios para su correcto funcionamiento. 
Además el controlador también es el responsable del control del flujo de datos 
entre el periférico y la CPU. 
Los concentradores o hubs son dispositivos distribuidores inteligentes de datos y 
alimentación, son los encargados de hacer posible la conexión de los 127 
dispositivos anteriormente mencionados en un único puerto USB. De una forma 
selectiva reparten los datos y la alimentación hasta sus puertas ascendentes o 
descendentes. Por ejemplo, un hub de cuatro puertos se encarga de aceptar los 
datos del PC para un periférico por su puerta de retorno o ascendente y los 
distribuye a la puerta ascendente del destino. 
El PC también contiene un concentrador principal o host en su interior que es el 
primer concentrador de toda la cadena, este concentrador permite que los datos 
y la energía pasen a los conectores USB del PC (normalmente dos) y de aquí a 
los 127 periféricos. Para poder añadir 127 dispositivos al PC se deben añadir 
concentradores adicionales. Por ejemplo, si el PC tiene una única puerta USB y a 
ella le conectamos un hub o concentrador de cuatro puertas, este permite 
realizar cuatro conexiones descendentes. Conectando otro hub de cuatro puertas 
a una de las cuatro puertas anteriores, habríamos creado un total de  siete 
puertas a partir de una sola puerta del PC. 
La mayoría de los concentradores se encuentran incorporados en los periféricos. 
Por ejemplo, un monitor USB puede contener un concentrador de cuatro puertas 
incluidas dentro de la carcasa. 
 
 
 
 
 
 
 
Figura 6. Esquema de un concentrador o hub de 7 puertas. 
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3.2.2. Plug & Play 
El puerto USB y por lo tanto todos los dispositivos USB son Plug & Play, eso 
quiere decir que el dispositivo es detectado automáticamente al conectarlo al PC 
y el sistema operativo instala el driver adecuado, si dispone de él, o nos pide la 
ubicación de donde se encuentra el driver para proceder a su instalación. 
 
3.2.3. Hot Plugging (conexión en caliente) 
El termino Hot Plugging significa que no es necesario desconectar ni reiniciar el 
equipo para instalar o desinstalar un dispositivo USB, esto es una característica 
especialmente interesante si olvidamos conectar un dispositivo al poner en 
marcha el equipo, o simplemente sino disponemos de suficientes conectores para 
todos los dispositivos USB. Esta característica además nos permite gestionar los  
recursos de memoria de forma más eficiente. Debido a que cada dispositivo 
conectado requiere de un driver residente este solo se carga si se necesita y se 
descarga en caso de ser necesario ahorrando memoria y recursos de sistema.  
  
3.2.4. Dispositivos 
Como hemos mencionado anteriormente se pueden conectar hasta un total de 
127 dispositivos en cadena o bien utilizando hubs USB. Cada dispositivo puede 
disponer de un cable de conexión de como máximo 5 metros de longitud (frente 
a 1 metro del puerto serie o los 4 metros del puerto paralelo). Además 
conectándolos en cadena el último dispositivo puede encontrarse a una distancia 
máxima de 635 metros del PC. 
 
3.2.5. Velocidades 
El estándar USB 1.1 tenia dos velocidades de transferencia: 1.5 Mbits/s para 
teclados, ratones, joysticks, etc… pudiendo llegar a alcanzar velocidades 
máximas de 12 Mbit/s para transferencias de datos.  
La mayor ventaja del estándar USB 2.0 es su amplia extensión y añadir un modo 
de alta velocidad de 480 Mbps (60MB/s). Con esta velocidad el estándar de 
conexión USB 2.0 compite directamente con el estándar FireWire (de Apple) o el 
i.Link (de Sony) en el estándar multiplaforma para enviar y recibir datos de 
forma serie a gran velocidad. 
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3.2.6. Interface Física (eléctrica)  
La interface del USB se identifica con el símbolo que podemos observar en la 
siguiente figura. 
 
 
 
 
 
Figura 7. Símbolo identificativo USB. 
 
Los pines de conexión del puerto USB son los que podemos ver en la siguiente 
tabla (para saber como están posicionados los pines ver figura 9). 
 
Tabla 1. Pines de conexión Puerto USB. 
 
Pin Nombre Señal Color 
1 Vcc + 5V Rojo 
2 D- Datos - Blanco 
3 D+ Datos + Verde 
4 Gnd Masa Negro 
 
El bus USB transfiere señales de información y energía eléctrica a través de 
cuatro cables, dos de datos y dos de alimentación, los dos cables de datos 
pueden ser trenzados o no, dependiendo de la velocidad de transmisión. 
 
 
 
 
 
 
 
 
Figura 8. Esquema cable USB. 
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Es importante destacar que siempre ha sido un gran problema trabajar con 
diferentes velocidades de transmisión por un mismo conductor y esto no seria 
posible si todos los dispositivos implicados no estuvieran preparados para ello. 
La forma de transmitir los pulsos de reloj o el sincronismo es dentro de la misma 
señal por D+ y D- de forma codificada bajo el esquema NRZI (Non Return To 
Zero Invert).  
Los dos cables restantes (VBus y Gnd) tienen la misión de llevar el suministro 
eléctrico a los dispositivos, la tensión que suministra es de +5V (tensión 
estándar USB). Los cables USB permiten una distancia que va desde los 
centímetros hasta una distancia máxima de 5 metros entre un dispositivo USB y 
el siguiente. 
Es importante indicar que los cables USB tienen protectores de voltaje con la 
finalidad de evitar cualquier daño a los equipos, son estos mismos protectores 
los que permiten detectar un dispositivo nuevo conectado al sistema y su 
velocidad de trabajo. 
 
3.2.7. Conectores 
Existen tres tipos de conectores dentro del USB, el conector tipo A,  conector tipo 
B y el mini USB.  
El conector tipo A esta pensado para todos los dispositivos USB que trabajan 
sobre plataforma PC, estos son los usados comúnmente cuando el host es un PC. 
El conector serie B se utiliza en los casos en los que los dispositivos no tengan el 
propio cable de tipo A incorporado, es decir, el cable es externo al dispositivo. 
Por ejemplo, en una impresora el extremo que se conecta al PC es un conector 
tipo A y el extremo que se conecta a la impresora es un conector tipo B.  
El conector mini USB es muy utilizado en todos aquellos dispositivos que su 
tamaño es muy reducido o no seria atractivo a la vista usar tipo A o B como por 
ejemplo teléfonos móviles, mp3, etc... 
 
 
 
 
 
 
 
 
 
 
Figura 9. Tipos de conectores USB. 
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3.2.8. Transferencia USB asíncrona 
La transmisión asíncrona apareció como respuesta al problema existente en las 
comunicaciones serie. Para poder realizar una conexión serie de forma correcta 
es necesario que en los dos extremos de la comunicación (transmisor - receptor) 
dispongan de una señal de reloj de la misma frecuencia y perfectamente 
sincronizada. 
En este modelo de comunicación hace falta tener claro que los dos equipos 
poseen relojes funcionando a la misma frecuencia, por la cual cosa, cuando uno 
de ellos desea transmitir, prepara un grupo de bits encabezados por un bit 
denominado bit de inicio, un conjunto de 7 u 8 bits de datos, un bit de paridad 
(para el control de errores) y uno o dos bits de parada. El receptor conoce 
perfectamente cuantos bits le llegaran y da por recibida la información cuando 
verifica la llegada de los bits de parada. En la figura siguiente se puede ver el 
esquema de los datos. 
 
 
 
 
 
 
 
Figura 10. Transmisión asíncrona. 
 
3.2.9. Transferencia USB síncrona 
En este tipo de transmisión el sincronismo viaja en la misma señal, de esta 
forma la transmisión puede coger distancias mayores como también un mayor 
aprovechamiento del canal. En la transmisión asincrónica el grupo de datos están 
compuestos generalmente por 10 bits, de los cuales 4 son de control. 
Evidentemente el rendimiento no es el mejor. En cambio en la transmisión 
síncrona, los grupos de datos o paquetes están compuestos por 128 bytes, 1024 
bytes o más, dependiendo de la calidad del canal de comunicación. 
 
 
 
 
 
 
 
Figura 11. Transmisión síncrona. 
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3.2.10. La transmisión CDC 
La transmisión CDC es un tipo de clase muy utilizada por los módems. La 
velocidad máxima que se puede alcanzar utilizando esta clase es de 80 kB/s y el 
tipo de transferencias soportadas son del tipo interrupción. Tras conectar el 
dispositivo e instalar el driver, el PC nos creará un puerto serie virtual y la 
comunicación entre el dispositivo y la aplicación de escritorio se hará a través de 
él al igual que se haría con un puerto serie físico, esto supone una gran ventaja a 
la hora de diseñar la aplicación de escritorio, ya que cualquier IDE de 
programación sea del lenguaje que sea, dispone de un componente o librería que 
permite el acceso al puerto serie fácilmente. 
 
3.2.11. La transmisión de control 
Es un tipo de comunicación exclusivamente entre el host y el dispositivo permite 
configurar a este ultimo, los paquetes de datos son de 8, 16, 32 o 64 bytes 
dependiendo de la velocidad del dispositivo que se pretende controlar. 
 
3.2.12. La transmisión de interrupción 
Este tipo de comunicación esta disponible para aquellos dispositivos que 
requieren muy poca información y de forma poco frecuente. Tiene la 
particularidad de ser unidireccional, eso quiere decir que el dispositivo notifica la 
ocurrencia de algún evento o solicitando información. Las dimensiones del 
paquete de datos en este tipo de transmisión tiene el mismo tamaño que el de 
las transmisiones de control. 
 
3.3. Web 
Una página web es el nombre de un documento o información electrónica 
adaptada para la World Wide Web y que puede ser accedida mediante un 
navegador para mostrarse en un monitor de computadora o dispositivo móvil. 
Esta información se encuentra generalmente en formato HTML o XHTML, y puede 
proporcionar navegación a otras páginas web mediante enlaces de hipertexto. 
Las páginas web frecuentemente incluyen otros recursos como hojas de estilo en 
cascada, guiones (scripts) e imágenes digitales, entre otros. 
Las páginas web pueden estar almacenadas en un equipo local o un servidor web 
remoto. El servidor web puede restringir el acceso únicamente para redes 
privadas, p. ej., en una intranet corporativa, o puede publicar las páginas en la 
World Wide Web. El acceso a las páginas web es realizado mediante su 
transferencia desde servidores utilizando el protocolo de transferencia de 
hipertexto (HTTP). 
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Para la visualización de los datos obtenidos por nuestras sondas, a parte de 
nuestro SCADA, se ha creado una página web para facilitar a los usuarios dicha 
visualización sin necesidad de estar delante del ordenador/servidor. 
3.3.1. Protocolo HTTP 
HTTP (en español protocolo de transferencia de hipertexto) es el protocolo usado 
en cada transacción de la World Wide Web. 
HTTP define la sintaxis y la semántica que utilizan los elementos de software de 
la arquitectura web (clientes, servidores, proxies) para comunicarse. Es un 
protocolo orientado a transacciones y sigue el esquema petición-respuesta entre 
un cliente y un servidor. Al cliente que efectúa la petición (un navegador web o 
un spider) se lo conoce como "user agent" (agente del usuario). A la información 
transmitida se la llama recurso y se la identifica mediante un localizador 
uniforme de recursos (URL). Los recursos pueden ser archivos, el resultado de la 
ejecución de un programa, una consulta a una base de datos, la traducción 
automática de un documento, etc. 
 
3.3.2. Web dinámica 
Los sitios Web dinámicos son aquellos que permiten crear aplicaciones dentro de 
la propia Web, otorgando  una mayor interactividad con el navegante. 
Aplicaciones dinámicas como  encuestas y votaciones, foros de soporte, libros de 
visita, envío de e-mails inteligentes, reserva de productos, pedidos on-line, 
atención al cliente personalizada, conexiones con bases de datos. 
En nuestro caso hemos creado una web dinámica donde utilizamos lenguaje PHP 
y una base de datos MYSQL. A continuación realizamos una pequeña explicación 
de su funcionamiento: 
La información se encuentra almacenada de manera ordenada en una base de 
datos conocida como MySQL. Sabemos que esta base de datos es la manera 
ideal de ordenar la información, y en ella está todo el contenido la nuestra 
página web. 
Utilizamos código PHP, un potente lenguaje "del lado del servidor" especialmente 
diseñado para la creación de páginas web y que puede incluirse con suma 
sencillez dentro del código HTML. 
Por otro lado, tenemos un usuario que, vía Internet, entra a nuestra página. Para 
ello utiliza un navegador preparado para recibir páginas web en HTML. 
El problema está en cómo "hacer que se entiendan" ambos. Sabemos que 
nuestra base de datos MySQL utiliza un lenguaje llamado SQL, que no tiene nada 
que ver con la página HTML estándar que nuestro explorador necesita para 
mostrar al usuario. 
Para una mayor comprensión podemos observar la siguiente figura. 
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Figura 12. Ejemplo comunicación servidor - PC. 
 
Dado que puede integrarse fácilmente en una página HTML, de tal manera que 
engaña al explorador, tenemos solucionado el problema por ese lado. Ahora sólo 
nos queda saber cómo puede "entenderse" con MySQL. Para obtener los datos 
desde MySQL necesitamos una conexión (una forma de enlazar o comunicarse), 
la cual nos permitirá extraer datos de la misma.  
Para conectar la base de datos MySQL  a nuestras web, se utiliza también código 
PHP. Primero enlazamos nuestra página con el servidor propio que hemos creado 
en nuestro ordenador y que es donde estará la base de datos. Después 
enlazamos los datos de la tabla con la nuestra web. 
3.3.3. Web estática 
Los sitios Web estáticos son aquellos sitios enfocados principalmente a mostrar 
una información permanente, donde el navegante se limita a obtener dicha 
información, sin que pueda interactuar con la página Web visitada. Las Web 
estáticas están construidas principalmente con hipervínculos o enlaces (links) 
entre las páginas Web que conforman el sitio, este tipo de Web son incapaces de 
soportar aplicaciones Web como gestores de bases de datos, foros, consultas 
online, e-mails inteligentes, etc.  
Esta es una opción más que suficiente para aquellos sitios Web que simplemente 
ofrecen una descripción de su empresa, quiénes somos, donde estamos, 
servicios, etc... Ideal para empresas que no quieren muchas pretensiones con su 
sitio Web, simplemente informar a sus clientes de sus productos y su perfil de 
empresa. 
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3.3.4. Diferencia Web Estática & Dinámica 
Una página Web estática presenta las siguientes características:  
 
• Ausencia de movimiento y funcionalidades.  
• Absoluta opacidad a los deseos o búsquedas del visitante a la página.  
• Están realizadas en lenguaje XHTML o HTML.  
• Para cambiar los contenidos de la página, es imprescindible acceder al 
servidor donde está alojada la página.  
• El usuario no tiene ninguna posibilidad de seleccionar, ordenar o modificar 
los contenidos o el diseño de la página a su gusto.  
• El proceso de actualización es lento, tedioso y esencialmente manual.  
• No se pueden utilizar funcionalidades tales como bases de datos, foros, 
etc.  
 
Por el contrario, una página Web dinámica tiene las siguientes características:  
 
• Gran número de posibilidades en su diseño y desarrollo.  
• El visitante puede alterar el diseño, contenidos o presentación de la página 
a su gusto.  
• En su realización se utilizan diversos lenguajes y técnicas de 
programación.  
• El proceso de actualización es sumamente sencillo, sin necesidad de entrar 
en el servidor.  
• Permite un gran número de funcionalidades tales como bases de datos, 
foros, contenido dinámico, etc.  
• Pueden realizarse íntegramente con software de libre distribución.  
• Existe una amplia comunidad de programadores que brinda apoyo 
desinteresado.  
• Cuenta con un gran número de soluciones prediseñadas de libre 
disposición.  
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3.3.5. Servidor 
Un servidor es una computadora que, formando parte de una red, provee 
servicios a otras computadoras denominadas clientes. 
Tipos de servidores 
En las siguientes listas hay algunos tipos comunes de servidores: 
 
• Servidor de archivo: es el que almacena varios tipos de archivos y los 
distribuye a otros clientes en la red. 
• Servidor de impresiones: controla una o más impresoras y acepta trabajos 
de impresión de otros clientes de la red, poniendo en cola los trabajos de 
impresión (aunque también puede cambiar la prioridad de las diferentes 
impresiones), y realizando la mayoría o todas las otras funciones que en 
un sitio de trabajo se realizaría para lograr una tarea de impresión si la 
impresora fuera conectada directamente con el puerto de impresora del 
sitio de trabajo. 
• Servidor de correo: almacena, envía, recibe, enruta y realiza otras 
operaciones relacionadas con email para los clientes de la red. 
• Servidor de fax: almacena, envía, recibe, enruta y realiza otras funciones 
necesarias para la transmisión, la recepción y la distribución apropiadas de 
los fax. 
• Servidor de la telefonía: realiza funciones relacionadas con la telefonía, 
como es la de contestador automático, realizando las funciones de un 
sistema interactivo para la respuesta de la voz, almacenando los mensajes 
de voz, encaminando las llamadas y controlando también la red o el 
Internet, p. ej., la entrada excesiva de la voz sobre IP (VoIP), etc. 
• Servidor proxy: realiza un cierto tipo de funciones a nombre de otros 
clientes en la red para aumentar el funcionamiento de ciertas operaciones 
(p. ej., prefetching y depositar documentos u otros datos que se soliciten 
muy frecuentemente), también proporciona servicios de seguridad, o sea, 
incluye un cortafuegos. Permite administrar el acceso a internet en una 
red de computadoras permitiendo o negando el acceso a diferentes sitios 
Web. 
• Servidor del acceso remoto (RAS): controla las líneas de módem de los 
monitores u otros canales de comunicación de la red para que las 
peticiones conecten con la red de una posición remota, responde llamadas 
telefónicas entrantes o reconoce la petición de la red y realiza la 
autentificación necesaria y otros procedimientos necesarios para registrar 
a un usuario en la red. 
• Servidor de uso: realiza la parte lógica de la informática o del negocio de 
un uso del cliente, aceptando las instrucciones para que se realicen las 
operaciones de un sitio de trabajo y sirviendo los resultados a su vez al 
sitio de trabajo, mientras que el sitio de trabajo realiza la interfaz  
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operadora o la porción del GUI del proceso (es decir, la lógica de la 
presentación) que se requiere para trabajar correctamente. 
• Servidor Web: almacena documentos HTML, imágenes, archivos de texto, 
escrituras, y demás material Web compuesto por datos (conocidos 
colectivamente como contenido), y distribuye este contenido a clientes que 
la piden en la red. 
• Servidor de base de datos: provee servicios de base de datos a otros 
programas u otras computadoras, como es definido por el modelo cliente-
servidor. También puede hacer referencia a aquellas computadoras 
(servidores) dedicadas a ejecutar esos programas, prestando el servicio. 
• Servidor de reserva: tiene el software de reserva de la red instalado y 
tiene cantidades grandes de almacenamiento de la red en discos duros u 
otras formas del almacenamiento (cinta, etc.) disponibles para que se 
utilice con el fin de asegurarse de que la pérdida de un servidor principal 
no afecte a la red. Esta técnica también es denominada clustering. 
• Servidor de impresión: muchas impresoras son capaces de actuar como 
parte de una red de ordenadores sin ningún otro dispositivo, tal como un 
"print server" (servidor de impresión), a actuar como intermediario entre 
la impresora y el dispositivo que está solicitando que se termine un trabajo 
de impresión. 
 
El tipo de servidor que hemos implementado en el proyecto es el servidor Web. 
Este tipo de servidor permite que cualquier usuario que acceda a nuestra página 
web pueda obtener la información dada por las sondas puesto que no es una 
información sensible que necesite medidas de seguridad extras. 
 
3.4. Microcontrolador 
El PIC18F4550 es un microcontrolador de la casa Microchip que reúne las 
características que necesitamos en nuestro proyecto. Uno de los puntos más 
importantes es la conectividad del coordinador con el PC y los dispositivos 
inalámbricos. Debe ser capaz de enviar / recibir datos desde un PC a través del 
puerto USB y poder enviar / recibir datos a través de una conexión serie a los 
dispositivos inalámbricos XBee con la menor demora posible. El PIC18F4550 es 
capaz de gestionar la información que recibimos / enviamos de los sensores de 
temperatura por comunicación serie, a la vez de que puede recibir / enviar datos 
a través de comunicación USB mediante el uso de interrupciones. Recordamos 
que no todos los microcontroladores del mercado disponen de dichos modos de 
comunicación a la vez. La apariencia de dicho microcontrolador podemos verla en 
la siguiente figura. 
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Figura 13. Imagen PIC18F4550. 
 
3.4.1. Conexión USB 
Para la realización de este proyecto era necesario conectar el dispositivo 
coordinador a un PC, teniendo en cuenta que hoy en día es uno de los conectores 
más utilizados para conectar dispositivos electrónicos a un PC, nos decantamos a 
usarlo debido a que este tipo de conexión nos permite un gran abanico de 
posibilidades y facilidades, tales como: 
 
• Es un estándar de conexionado muy extendido. 
• Puede usar diferentes protocolos de comunicación (CDC, Bulk, HID). 
• Disponer de alimentación estable (5V) del PC para alimentar al dispositivo. 
• Menor uso de recursos de sistema en comparación a otras conexiones. 
• Fácil conexionado y reconocimiento automático del dispositivo en caliente 
(Plug & Play).  
• Transferencias de datos por interrupciones, síncrona, asíncrona. 
• No requiere conocimientos técnicos por parte del usuario final. 
 
3.4.2. Comunicación serie 
Tanto los dispositivos finales como el coordinador están dotados de tecnología 
inalámbrica. Como hemos explicado anteriormente nos decidimos por utilizar el 
estándar ZigBee con la utilización de los módulos XBee. Para poder comunicar el 
microcontrolador con los módulos XBee es necesario utilizar la comunicación 
serie. Este tipo de comunicación es de fácil implementación y permite el uso de 
las interrupciones por parte del microcontrolador. 
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3.5. SCADA 
Para el desarrollo del proyecto era necesario crear un software para el PC que 
nos permita visualizar el estado y las medidas adquiridas por los dispositivos 
finales. El operario a través de este software puede controlar los tiempos de 
adquisición desde el propio puesto de trabajo, sin necesidad de desplazarse a la 
ubicación de los dispositivos finales para volver a programarlos uno a uno.  
 
3.5.1. Conexión USB 
El software SCADA necesita poder operar a través del puerto USB, la finalidad es 
poder enviar / recibir datos del coordinador. Como hemos comentado con 
anterioridad el coordinador es el encargado de gestionar la comunicación con los 
dispositivos finales. Nosotros únicamente necesitamos un software capaz de 
gestionar los datos de entrada para su posterior visualización y capacidad para 
enviar datos por el USB como son los tiempos de adquisición individuales para 
cada sonda al coordinador.  
 
3.5.2. Conexión MySQL 
El software SCADA además nos permite tener conectividad web. Esto es posible 
porque hemos interconectado nuestro SCADA con una base de datos mySQL. El 
SCADA es el encargado de abrir la base de datos mySQL e irla rellenando 
conforme se van procesando los datos recibidos por el coordinador. De esta 
forma podemos consultar los datos de nuestro proceso remotamente, sin tener la 
limitación de tener que estar en un puesto de trabajo fijo. 
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CAPITULO 4: DISEÑO 
ELECTRÓNICO 
En este capítulo se presenta y muestra el diseño electrónico que ha sido 
necesario implementar para conseguir que la red inalámbrica realice los objetivos 
deseados. También se muestran los cálculos que han sido necesarios en el 
desarrollo del diseño electrónico. 
4.1. Herramientas 
Para la realización del diseño electrónico y pruebas de funcionamiento se ha 
utilizado el software Proteus. Proteus es una suite de diseño muy potente que 
permite simular los esquemas electrónicos realizados, conjuntamente con los 
programas de los microprocesadores sin necesidad de desarrollar el hardware en 
las fases iniciales del proyecto.  
En la siguiente figura podemos ver el entorno de trabajo de ISIS que es el 
diseñador y simulador de esquemas de Proteus. 
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Figura 14. Pantalla ISIS Proteus. 
 
4.2. El módulo XBee 
 
Los módulos XBee del fabricante Maxstream han sido los elegidos para establecer 
la comunicación inalámbrica, trabajan en la banda de 2.4GHz y usan el protocolo 
de comunicación 802.15.4. Estos módulos son muy utilizados en proyectos de 
automatización de hogares, sistemas de seguridad, monitorización de sistemas 
remotos, aparatos domésticos, alarmas contraincendios, plantas potabilizadoras 
de agua, etc.  
 
4.2.1. Características XBee 
El Xbee seleccionado para la realización del proyecto es el modelo Series 1 (como 
se vera más adelante), en la siguiente figura se puede observar su apariencia 
física y el pinout. 
 
 
 
 
 
 
Figura 15. Imagen y pinout del XBee. 
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En la siguiente tabla se observa la descripción del pinout. 
 
Tabla 2. Descripción pinout XBee. 
 
Pin Name Direction Description 
1 VCC - Power Supply 
2 DOUT Output UART Data Out 
3 DIN / CONFIG Input UART Data In 
4 DO8 Output Digital Output 8 
5 RESET Input Module Reset (reset pulse must be at least 200ns) 
6 PWM0 / RSSI Output PWM Output 0 / RX Signal Strength Indicator 
7 PWM1 Output PWM Output 1 
8 [reserved] - Do not connect 
9 DTR / SLEEP_RQ / DI8 Input Pin Sleep Control Line or Digital Input 8 
10 GND - Ground 
11 AD4 / DIO4 Either Analog Input 4 or Digital I/O 4 
12 CTS / DIO7 Either Clear-to-Send Flow Control or Digital I/O 7 
13 ON / SLEEP Output Module Status Indicator 
14 VREF Input Voltage Reference for A/D Inputs 
15 Associate / AD5 / DIO5 Either Associated Indicator, Analog Input 5 or Digital I/O 5 
16 RTS / DIO6 Either Request-to-Send Flow Control, Analog Input 6 or Digital I/O 6 
17 AD3 / DIO3 Either Analog Input 3 or Digital I/O 3 
18 AD2 / DIO2 Either Analog Input 2 or Digital I/O 2 
19 AD1 / DIO1 Either Analog Input 1 or Digital I/O 1 
20 AD0 / DIO0 Either Analog Input 0 or Digital I/O 0 
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4.2.2. Tipos XBee 
En la siguiente tabla comparativa se muestran los diferentes dispositivos XBee 
que se encuentran disponibles en el mercado. 
 
Tabla 3. Tipos de Xbee 
 
 
XBee 1mW 
802.15.4  
Chip Antenna 
Wire Antenna 
XBee PRO  
802.15.4 
Chip Antenna 
Wire Antenna 
XBee Series 2 
ZigBee 
Wire Antenna  
   
XBee Series 2 
PRO ZigBee 
Wire Antenna 
Compatibility Series 1 Series 1 Serie 2 Series 2 
Antenna Chip Wire 
Chip 
Wire Wire Wire 
RF Data Range 250 kbps/up to 115 kbps 
250 kbps/up to 
115 kbps 
250 kbps/up to 1 
Mbps 
250 kbps/up to 1 
Mbps 
Indoor Range 100 ft   300 ft (90 m)  133 ft (40 m)  300 ft (90 m)  
Outdoor Range 300 ft (100 m)  1 mile (1.6 km)  400 ft (120 m)  2 miles (3.2 km) 
Transmit Power 1 mW (+0 dBm) 60 mW (+18 dBm) 
1.25 mW (+1 
dBm) 
63 mW (+18 
dBm) 
Digital I/O (8) digital I/O (8) digital I/O (10) digital I/O (10) digital I/O 
Topology 
Peer-to-Peer, 
Point-to-Point, 
Point-to-
Multipoint 
Peer-to-Peer, 
Point-to-Point, 
Point-to-
Multipoint 
Peer-to-Peer, 
Point-to-Point, 
Point-to-
Multipoint 
Peer-to-Peer, 
Point-to-Point, 
Point-to-
Multipoint 
Encryption 128-bit AES 128-bit AES 128-bit AES 128-bit AES 
Channels 
16 Direct 
Sequence 
Channels  
12 Direct 
Sequence 
Channels 
16 Direct 
Sequence 
Channels 
15 Direct 
Sequence 
Channels 
Supply Voltage 
2.8 - 3.4 VDC 
(Absolute) / 
 3.0 - 3.4 
(Recommended) 
2.8 - 3.4 VDC 
(Absolute) / 
 3.0 - 3.4 
(Recommended) 
2.7 - 3.6 VDC 2.1 - 3.6 VDC 
Transmit Current 45 mA 215 mA 35 mA 205 mA 
Receive Current 50 mA 55 mA 38 mA 47 mA 
Power-down Current < 10 uA < 10 uA < 1 uA < 3.5 uA 
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4.2.3. Elección modelo XBee 
Para la elección del modulo XBee a usar se han tenido que tener en cuenta varios 
factores. 
El primero de ellos es el consumo, al utilizar los dispositivos finales alimentados 
con baterías se debe escoger un XBee que cumpla las necesidades pero consuma 
lo menos posible para alargar la vida de las baterías. 
El segundo son las dimensiones del laboratorio de química de la UPC Urgell, si se 
observa la tabla 3 se puede ver que dependiendo del modelo escogido se tiene 
mayor o menor alcance, teniendo relación directa con el consumo y el precio del 
modulo. 
Es tercero ha sido la topología usada para la red, como se ha comentado con 
anterioridad se usa una conexión en estrella, así no es necesario usar un modulo 
Pro ni Series 2, abaratando de forma considerable el precio del modulo.  
Teniendo en cuenta estos aspectos el modulo XBee elegido es el modelo Series 1 
el cual a modo de resumen dispone de las siguientes características: 
 
Tabla 4. Características principales. 
 
Modelo XBee: Series 1 (XB24-DM) Módulo ZigBee / 802.15.1 
Tipo de antena: Chip 
Alcance interiores: 30m 
Alcance exteriores:  100m 
Potencia de salida: 1mW (0dBm) 
Corriente hibernación: < 10µA 
Frecuencia de trabajo: 2,4GHz 
Consumo Tx: 45mA (3,3V) 
Consumo Rx: 50mA (3,3V) 
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4.3. El microcontrolador PIC18F4550 
4.3.1. Características del microcontrolador 
El PIC18F4550 es el encargado de establecer comunicación USB mediante el uso 
de los pines 23, 24 y de comunicación serie por los pines 25, 26. En la siguiente 
figura se puede observar el pinout del microcontrolador. 
 
 
 
 
 
 
 
Figura 16. Pinout PIC18F4550. 
 
Además del aspecto de la comunicación se debe tener en cuenta el tema del 
consumo, debido a que se dispone de sensores que captaran la temperatura e 
irán conectados a módulos de transmisión que se encontraran alimentados por 
batería. Este micro es muy interesante porque permite gestionar los modos de 
funcionamiento para ahorrar energía. 
 
Los diferentes modos de gestión de energía son: 
 
• Modo RUN: CPU ON, Periféricos ON. 
• Idle: CPU OFF, Periféricos ON. 
• Sleep: CPU OFF, Periféricos OFF. 
• Corriente en modo RUN 38mA aproximadamente. 
• Corriente en modo Idle bajan hasta los 5,8 µA. 
• Corriente en modo Sleep bajan hasta los 0,1 µA. 
 
Otra parte importante es la conexión del microcontrolador con el exterior, 
teniendo siempre en cuenta que contra menos electrónica externa sea necesaria 
para su correcto funcionamiento mucho mejor. Estas son unas de las 
características más importantes. 
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Conexión USB: 
 
• Cumple con el estándar USB V2.0. 
• Baja velocidad (1,5 Mb/s) y alta velocidad (12 Mb/s). 
• Soporta transferencias de Control, Asíncronas, Interrupción y Bulk. 
• Soporta un máximo de 32 Endpoints (16 Bidireccionales). 
• 1 kByte de RAM con Acceso dual para USB. 
• Transmisor USB en el propio chip con Regulador de Voltaje.  
• Modulo USB para funcionar a diferentes velocidades de reloj. 
 
Conexión con el exterior: 
 
• Alta corriente de salida: 25mA. 
• Tres interrupciones externas. 
• 35 pines entradas / salidas. 
• 4 módulos temporizador. 
• Convertidor analógico digital de 10 bits. 
 
A modo de resumen se añade la siguiente tabla con las características más 
importantes. 
 
Tabla 3. Características PIC18F4550.  
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4.4. Diseño del coordinador 
El Hardware coordinador, como se ha explicado anteriormente, es el encargado 
de gestionar el flujo de datos entre los dispositivos finales y el PC. Para la 
realización del Hardware coordinador se han tenido que tener en cuenta los 
siguientes aspectos. 
 
4.4.1. Alimentación coordinador 
La alimentación del Hardware coordinador procede directamente del bus USB del 
PC. Como se ha mencionado anteriormente en el apartado del bus USB, la 
tensión que ofrece el bus es de 5V. El microprocesador PIC18F4550 tiene un 
rango de tensión de alimentación de 2 a 5,5V, por lo cual la alimentación que 
ofrece el puerto USB es ideal debido a que no tiene que ser tratada para poder 
alimentarlo. 
Para ver fácilmente si la placa recibe tensión del puerto USB del PC se ha 
implementado un led, el cual permitirá ver que la placa esta recibiendo 
alimentación. 
En la siguiente figura se puede observar el circuito implementado. 
 
 
 
 
 
 
 
 
 
Figura 17. Led indicador de alimentación. 
 
Los cálculos de la resistencia R9 se observan a continuación. 
 
  (1) 
 
Como se puede ver en la figura 17 se ha dispuesto un condensador C5 de 100nF 
conectado desde la Vcc hasta Gnd. Este condensador tiene la función de proteger 
al microcontrolador de posibles ruidos e interferencias electromagnéticas que 
podrían ocasionar el mal funcionamiento del microprocesador. 
 
9
5 333,33 330
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led
V VR
I mA
= = = Ω→ Ω
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4.4.2. Alimentación XBee 
La alimentación del modulo XBee tiene un rango de 2,8V a 3,4V. Se debe tener 
en cuenta que los módulos XBee son muy sensibles a la fluctuación de la tensión 
de alimentación, es por ello que debe utilizarse un estabilizador de tensión para 
asegurarse de no superar los 3,4V bajo ningún concepto. De lo contrario el 
modulo XBee quedaría completamente inservible. En el diseño se ha utilizado el 
estabilizador de tensión LM317 para poder ajustar la tensión de alimentación 
deseada como se puede observar en la siguiente figura. 
 
 
 
 
 
 
 
 
 
 
Figura 18. Circuito alimentación XBee. 
 
Cuando se usa el regulador de tensión ajustable LM317 la entrada de tensión 
tiene que ser de un valor entre 1,2 y 1,25 V por encima de la tensión de salida 
deseada. Esto es debido a que la tensión en la entrada (ADJ) se compara 
internamente con una tensión de referencia (Vref) que tiene ese valor. La tensión 
de referencia siempre existe en los extremos de la resistencia R10. Esta junto a la 
resistencia Rv1 determinan la corriente que va a pasar por el terminal ADJ. 
Esto viene determinado por la siguiente función: 
 
  (2) 
 
Si se tiene en cuenta que el valor de la iAdj es prácticamente despreciable se 
tendrá que: 
 
  (3) 
 
Una de las precauciones que se deben tener es fijar el valor de la R10 para 
proteger al XBee del modulo LM317, esto es debido a que cuando el XBee entre 
en modo “sleep” el limite mínimo de carga del LM317 es de 10mA, lo cual crearía  
( )( )1 1
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1 vout ref Adj v
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un aumento de la tensión de alimentación y el XBee quedaría dañado de forma 
permanente. 
Como se sabe que la tensión de alimentación del XBee es 3,3V entonces: 
 
 
  (4) 
 
Sabiendo el valor de R10 se aplica la formula (2) para obtener el valor de la Rv1. 
 
 
 
  (5) 
 
 
 
Para disponer de una mayor precisión y libertad en el ajuste de la tensión de 
alimentación del XBee, se opta por colocar un potenciómetro multivuelta de 
ajuste vertical de 10kΩ. 
 
4.4.3. Montaje básico del microcontrolador 
El circuito de reset ha sido implementado para no tener que desconectar el bus 
USB en caso de sufrir algún malfuncionamiento por parte de coordinador. 
El circuito implementado se puede observar en la siguiente figura. 
 
 
 
 
 
 
 
 
 
 
 
Figura 19. Circuito reset del coordinador. 
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La función del circuito es ofrecer 5V continuos al pin 1 del microcontrolador. En el 
momento en que se pulsa el botón de reset en el pin 1 aparecerán 0V y el 
microcontrolador realizara el reset de su CPU. La función del condensador C6 es 
evitar algún posible reset accidental por interferencias en el ambiente y el 
condensador C4 evita rebotes por el accionamiento mecánico del pulsador.  
 
Otro montaje básico es el circuito oscilador, es un circuito muy simple pero de 
vital importancia para el buen funcionamiento del microcontrolador. Dependiendo 
del cristal de cuarzo elegido se le indicara al microcontrolador la velocidad a la 
que deberá trabajar. 
El circuito utilizado se puede observar en la siguiente figura: 
 
 
 
 
 
 
 
 
 
Figura 20. Circuito oscilador del coordinador. 
 
Una de las grandes virtudes del diseño realizado es que no es necesario 
desconectar ni realizar ningún reset después de la programación del coordinador. 
El diseño se ha realizado de forma que se pueda reprogramar el código del 
microprocesador en caliente, es decir, sin tener que desmontar el hardware 
coordinador del proceso. 
En la siguiente figura se puede observar el circuito que permite realizar la 
programación del microcontrolador. 
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Figura 21. Circuito programador microcontrolador. 
 
El circuito programador esta formado por una resistencia de 100Ω y un zócalo 
donde va conectado el programador. La función de la resistencia R7 es proteger 
al programador de un exceso de corriente proveniente del circuito que pudiera 
causar daños en el programador. 
 
4.4.4. Conexión entre el microcontrolador y el XBee 
Para realizar la conexión serie se debe tener en cuenta que el microcontrolador 
esta alimentado a 5V y el modulo XBee a 3,3V. En el caso del microcontrolador 
no debe preocupar porque su rango de alimentación es de 2 a 5V, por lo cual los 
datos llegaran con una tensión de 3,3V que están dentro del rango y los 
detectara sin problemas. En el caso del XBee se debe tener cuidado con la 
entrada Rx, debido a que se le estarán inyectando los datos a 5V cuando la 
tensión idónea seria de 3,3V. Eso quiere decir que se deberá montar un pequeño 
circuito atenuador para adaptar los niveles de tensión y evitar posibles futuros 
daños al XBee por inyectar más tensión de la aconsejable. 
El circuito usado se puede visualizar en la siguiente figura. 
 
 
 
 
 
 
 
 
Vcc USB 
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Figura 22. Circuito conexión PIC18F4550 y XBee. 
 
Como se puede apreciar claramente, el circuito atenuador esta formado por un 
divisor de resistencias. En este caso se dispone de dos atenuadores, uno para la 
entrada de los datos y otro para el pin de hibernación del XBee. El atenuador 
para los datos esta formado por las resistencias R3 - R5 y el atenuador del pin de 
hibernación por el conjunto de R11 – R12. 
Para realizar el cálculo se fija el valor de una de las dos resistencias y se procede 
a calcular el valor de la pareja como se muestra a continuación. 
 
 
  (6) 
 
 
 
 
4.4.5. Comunicación USB 
Para realizar la conexión USB no es necesario implementar ningún circuito de 
adaptación de señales ni nada por el estilo. El microcontrolador esta preparado 
para poder realizar la conexión de forma directa. Lo que si es aconsejable es 
utilizar dos resistencias de 20 ohmios conectadas entre el microcontrolador y el 
bus USB del PC para limitar la señal y asegurar un correcto funcionamiento. 
Para visualizar el esquema completo del coordinador consultar el apartado de 
esquemas electrónicos del anexo. 
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4.5. Diseño de los dispositivos finales 
Los dispositivos finales, como se ha explicado anteriormente, son los encargados 
de adquirir los datos de los sensores y transmitirlos al coordinador. Para la 
realización de los dispositivos finales se han tenido en cuenta los siguientes 
aspectos. 
 
4.5.1. Alimentación dispositivo final 
La alimentación de los dispositivos finales es mas delicada que la alimentación 
del Hardware coordinador. En el caso del Hardware coordinador, la alimentación 
procede directamente del bus USB y no se tienen limitaciones de energía, 
siempre y cuando no se superen los 500mA que puede abastecer como máximo 
el bus USB.  
En el caso de los dispositivos inalámbricos no se dispone de dicha facilidad 
debido a que son dispositivos inalámbricos que no pueden recibir energía de 
otros dispositivos. Para abastecerles de la energía necesaria para su 
funcionamiento se utilizan baterías de 9V. 
Como se ha comentado con anterioridad el microcontrolador funciona a 5V y el 
modulo XBee a 3,3V por lo cual deberán utilizarse circuitos para adaptar las 
tensiones. 
 
4.5.2. Alimentación microcontrolador 
Para adaptar la tensión de las baterías a la tensión de 5V se utiliza un regulador 
de tensión 7805. Como se alimentan los circuitos con una tensión continua pura 
no es necesario colocar electrónica para estabilizar ni rectificar la tensión de 
entrada. En la siguiente figura se puede observar el circuito de alimentación de 
5V. 
 
 
 
 
 
 
 
 
 
 
Figura 23. Circuito alimentación dispositivo final. 
5V 
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Como se puede observar en la figura 23, antes de la entrada del 7805 se ha 
colocado un atenuador formado por las resistencias R10 – R11. La función de dicho 
atenuador es adaptar la tensión de la batería a un rango adecuado para que el 
microcontrolador pueda capturar de forma correcta la tensión de la batería y 
saber en todo momento su estado por el SCADA o por vía Web. Este punto será 
explicado mas adelante. 
 
4.5.3. Alimentación XBee 
El circuito de alimentación del módulo XBee es el mismo que se ha utilizado en el 
hardware coordinador. Se pueden consultar las características y los cálculos 
realizados en el apartado 4.3.2 Alimentación XBee.  
 
4.5.4. Circuito tensión de referencia 
El circuito tensión de referencia es el circuito que nos permite adaptar la tensión 
de referencia que necesita el microcontrolador para capturar de forma correcta 
con el conversor analógico digital las variables ofrecidas por los sensores.  
 
 
 
 
 
 
 
 
 
 
Figura 24. Circuito tensión de referencia. 
 
Para saber que tensión de referencia debemos usar lo primero es saber el orden 
de las magnitudes que vamos a medir o el rango de funcionamiento de los 
sensores empleados. En nuestro caso en particular la temperatura máxima que 
vamos a leer es de 150ºC. Una buena forma de afrontar el problema es intentar 
que el valor de la temperatura y el valor de la tensión de referencia tengan una 
fácil y rápida interpretación. Como la máxima tensión que puede soportar 
nuestro µC es 5 V fijaremos el máximo valor medible en 500ºC por lo cual: 
 
  (7) 
 
5 500º
1,5 150º
V C
V C
→
→
5V 
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Para poder ajustar correctamente el valor de la tensión de referencia hacemos el 
cálculo del divisor de tensión. Para tener mayor flexibilidad y poder colocar otros 
sensores en el dispositivo final ajustamos la tensión de referencia mediante un 
potenciómetro. De esta forma podremos tener un sistema capaz de captar 
diferentes rangos de temperatura, ajustando la tensión de referencia, 
permitiendo de esta forma cambiar el sensor por otro de distinto rango sin 
ningún problema. 
 
 
  (8) 
  
 
 
4.5.5. Montaje básico del microcontrolador 
El montaje básico del microcontrolador esta formado por el circuito de reset, 
circuito oscilador y circuito programador. Estos circuitos son los mismos que se 
han desarrollado para el hardware coordinador, si se desea consultar dichos 
circuitos pueden verse en el apartado 4.3.3 Montaje básico del microcontrolador 
de este documento. 
 
4.5.6. Circuito selección sonda 
La configuración de los dispositivos finales se lleva a cabo mediante un 
microswitch. Dependiendo del valor binario que se introduzcan en el puerto B del 
microcontrolador, el software del PIC18F4550 detectara que identificador se le ha 
asignado y de esta forma solo adquirirá los datos de los sensores cuando detecte 
que el coordinador está preguntando por ella. Para que el funcionamiento sea 
correcto se utilizan unas resistencias en formato DIL de 10kΩ como pull-up. 
 
 
 
 
 
 
 
 
 
 
 
Figura 25. Circuito selección sonda. 
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4.5.7. Conexión entre el microcontrolador y el XBee 
El circuito de conexión entre el microcontrolador y el XBee es el mismo que se ha 
utilizado en el hardware coordinador. Se pueden consultar las características y 
los cálculos realizados en el apartado 4.3.4 conexión entre el microcontrolador y 
el XBee de este documento.  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
David López Antón & Sergio Gala Trallero  
 - 52 - 
 
CAPITULO 5: 
PROGRAMACIÓN 
En este capítulo se presenta y muestra la programación que ha sido necesaria 
implementar para conseguir que la red inalámbrica realice los objetivos 
deseados.  
5.1. Herramientas 
5.1.1. Visual C++ 2010 
Visual C++ 2010 es el software elegido para realizar el SCADA, forma parte de 
Microsoft Visual Studio que es un entorno de desarrollo integrado (IDE por su 
acrónimo ingles) para sistemas operativos Windows. Soporta diversos lenguajes 
de programación tales como Visual Basic, Visual C++, Visual C#, Visual F#, etc. 
Visual Studio permite a los desarrolladores crear tanto aplicaciones, como 
lugares web o cualquier servicio web que soporte la plataforma .net. Así mismo 
se pueden llegar a crear aplicaciones que se comuniquen entre estaciones de 
trabajo, páginas web o dispositivos móviles. 
El entorno IDE de Visual Studio consiste en un editor de código (programa donde 
se escribe el código fuente), un depurador (programa que corrige errores del 
código fuente para que pueda ser correctamente compilado), un compilador 
(programa que traduce el código fuente a lenguaje maquina), y un constructor 
de interface gráfica o GUI, que es una forma de programar donde no es 
necesario escribir el código para desarrollar la parte gráfica del programa, sino 
que se puede realizar de forma visual. 
Las ventajas que proporciona son diversas ya que permite un rápido aprendizaje, 
integra el diseño y la implementación de formularios de Windows en una sola 
interface y permite utilizar con facilidad la plataforma Windows, ya que tiene 
acceso prácticamente total a las librerías del sistema operativo. 
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En la siguiente imagen se puede observar la ventana de trabajo de Visual C++ 
2010. 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura 26. Ventana de trabajo Visual C++ 2010. 
 
5.1.2. PIC C Compiler 
Para la realización y compilación del programa del microcontrolador se ha 
utilizado el programa PIC C Compiler. Este software permite programar el código 
del microcontrolador mediante el uso de lenguaje C facilitando la programación 
enormemente si comparamos lo costoso que seria usar código asm (assembler).   
En la siguiente figura podemos observar la ventana de trabajo de PIC C 
Compiler. 
 
 
 
 
 
 
 
 
 
 
 
 
Figura 27. Ventana de trabajo PIC C Compiler. 
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5.1.3. MPLAB 
MPLAB es el software que proporciona Microchip para la programación y 
grabación del microcontrolador. El lenguaje que utiliza es el asm, es un lenguaje 
menos intuitivo que el C y más costoso a la hora de realizar la programación. 
Debido a esta razón MPLAB únicamente se utiliza para programar el 
microcontrolador. 
En la siguiente figura podemos observar la ventana principal del programa 
MPLAB. 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura 28. Ventana de trabajo MPLAB. 
 
5.1.4. X-CTU 
X-CTU es el programa que  proporciona Digi para la configuración de los módulos 
XBee. Es un programa capaz de configurar cualquier modulo XBee (no importa la 
Serie) con los parámetros de funcionamiento deseados dentro de las 
posibilidades de configuración del modulo XBee. 
  
Las características que ofrece X-CTU son las siguientes: 
 
• Soporte para todos los productos MaxStream. 
• Ventana de terminal integrada. 
• Capacidad de descarga y actualización del Firmware del modulo. 
• Visualización caracteres ASCII o hexadecimal en la ventana del terminal. 
• Composición de paquetes de prueba de envío en ASCII o hexadecimal. 
 Red inalámbrica para instrumentación de procesos 
 - 55 - 
• Guardar y recuperar configuraciones de módulos de uso común. 
• Detección automática del modulo conectado. 
• Restauración de parámetros del modulo a estado de fabrica. 
• Muestra ayuda de los parámetros de radio. 
 
Además de la utilización del programa X-CTU es necesario disponer de un 
Hardware especial para conectarse con el modulo XBee. 
El Hardware utilizado es el “XBee Explorer USB”. Es un Hardware adaptador para 
poder conectar los módulos XBee al puerto USB del PC. Este Hardware funciona 
con todos los módulos XBee incluida la Serie 1, la 2.5 tanto las versiones 
estándar como la Pro. 
En la siguiente figura se puede observar el Hardware XBee Explorer USB. 
 
 
 
 
 
 
 
Figura 32. XBee Explorer USB. 
 
5.1.5. DreamWeaver 
 
DreamWeaver es el programa escogido para la creación de la página Web. Es 
una aplicación en forma de suite que esta destinada a la construcción, diseño, 
edición y creación de aplicaciones Web basadas en el estándar World Wide Web. 
DreamWeaver es el programa más utilizado en el sector de diseño y 
programación Web porque permite al usuario previsualizar las páginas Web 
creadas, usando la gran mayoría de navegadores que se pueden encontrar en 
cualquier ordenador.  
A continuación se puede visualizar la pantalla de diseño de Dreamweaver. 
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Figura 30. Programa DreamWeaver. 
 
5.1.6. WampServer 
WampServer es la herramienta utilizada para conseguir que el PC actúe como 
servidor. Es un paquete de software que incluye todas las herramientas 
necesarias para crear un servidor de forma rápida y sencilla, siempre y cuando 
se disponga de unas nociones básicas del funcionamiento de las aplicaciones que 
lo componen.  
WampServer esta formado por el acrónimo Wamp, dicho acrónimo procede de 
las iniciales de las herramientas que utiliza para crear el sistema de 
infraestructura Web: 
 
• Windows, por el sistema operativo. 
• Apache, es el servidor Web. 
• MySQL, sistema de gestión de bases de datos relacional. 
• PHP (generalmente), Perl o Python como lenguajes de programación. 
 
Cabe destacar que también es posible utilizar LampServer si el sistema operativo 
esta basado en Linux o MampServer si el sistema operativo es Macintosh. 
El uso de un Wamp permite servir paginas html mediante internet, además de 
permitir gestionar datos en ellas, al mismo tiempo un Wamp proporciona 
lenguajes de programación para desarrollar aplicaciones Web. 
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Apache es un servidor Web http de código abierto disponible en diferentes 
plataformas como por ejemplo Windows, Linux, Macintosh, etc. Es usado 
principalmente para enviar páginas web estáticas y dinámicas al World Wide 
Web. Muchas aplicaciones web están diseñadas asumiendo que serán 
implantadas en Apache o que utilizaran características propias de este servidor 
Web.  
MySQL  es un sistema de gestión de bases de datos relacional, multihilo y 
multiusuario muy utilizado en aplicaciones Web. SQL es un lenguaje declarativo 
de acceso a base de datos relacionales que permite especificar diversos tipos de 
operaciones en estas. Una de sus características es el manejo del algebra y el 
calculo relacional permitiendo efectuar consultas con el fin de recuperar de una 
forma sencilla información de interés de una base de datos, así como hacer 
cambios sobre ella. 
PHP es un lenguaje de programación interpretado, diseñado originalmente para 
la creación de páginas web dinámicas. Se usa principalmente para la 
interpretación del lado del servidor. 
 
 
 
 
 
 
 
 
 
 
 
 
Figura 31. Menú WampServer. 
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5.2. Funcionamiento general 
Para entender mejor las partes que componen el proyecto se utiliza el esquema 
de la siguiente figura. 
 
 
 
 
 
 
 
 
 
 
 
Figura 32. Arquitectura con coordinador. 
 
El funcionamiento del proyecto consta de dos partes diferenciadas, 
funcionamiento local y acceso remoto. 
El funcionamiento local, es donde se adquieren los datos de temperatura 
mediante los dispositivos finales. Estos se envían de forma inalámbrica al 
coordinador que es el que se encarga de gestionar la información y enviarla al 
SCADA vía USB.  El SCADA también tiene la función de procesar y guardar los 
datos en una tabla en MySQL que serán requeridos para poder tener acceso 
remoto. 
El acceso remoto nos permite poder visualizar las variables adquiridas por los 
dispositivos finales de forma remota a la estación de trabajo vía Web. 
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5.3. Diagramas de flujo 
5.3.1. Diagramas dispositivo final 
A continuación podemos visualizar el diagrama del programa principal del 
dispositivo final. 
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Rutina de Adquisición 
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Rutina de promedio, envío y recepción 
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5.3.2. Diagramas coordinador 
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Rutina recibimos SCADA 
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Rutina recibimos XBee 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 Red inalámbrica para instrumentación de procesos 
 - 65 - 
 
5.3.3. Diagramas SCADA 
Evento Timer 1 
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Evento Timers restantes 
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Eventos Botones ON / OFF SCADA 
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Evento Recepción de datos 
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Evento Escribir textbox sondas 
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Eventos tiempos de adquisición 
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5.4. Programación dispositivo final 
Los dispositivos finales únicamente pueden comunicarse con el Hardware 
coordinador a través de los módulos inalámbricos.  
En la siguiente figura podemos observar el funcionamiento del dispositivo final. 
 
 
 
 
 
 
 
 
 
 
 
Figura 33. Esquema funcionamiento dispositivo final. 
 
 
 
Para conseguir la comunicación al microcontrolador se le debe indicar que use la 
comunicación serie. Para ello debe usarse la siguiente instrucción: 
 
#use rs232(baud=9600, xmit=pin_c6, rcv=pin_c7, bits=8) 
 
Usando esta instrucción se configura la comunicación serie, se indica que la 
velocidad usada en la comunicación es de 9600 baudios, los pines usados para el 
envío y recepción de datos entre el microprocesador y el modulo XBee, y la 
cantidad de datos que debe usar en la transmisión (8 bits). 
La función principal de los dispositivos finales es enviar al Hardware coordinador 
los datos adquiridos por las sondas y el nivel de tensión de la batería.  
A continuación se muestra el código de la rutina de adquisición que es la que se 
encarga de realizar las funciones de adquisición mencionadas. 
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5.4.1. Adquisición de datos 
Como se ha mencionado en el apartado anterior los dispositivos finales adquieren 
tres variables físicas: 
 
• La temperatura de la sonda (channel 0). 
• La temperatura ambiente (channel 1). 
• La tensión de la batería de alimentación del dispositivo final (channel 4). 
 
Debido a las oscilaciones que se pueden producir en la lectura de las variables 
adquiridas (producidas por interferencias electromagnéticas, frecuencia de 
oscilación del cristal de cuarzo, ruido, etc.), se procede a realizar cien capturas 
por variable y se almacenan en un Array. De esta forma se consigue descartar 
errores de medida puntuales y posibles oscilaciones en las medidas. Una vez 
realizada la captura, se procede a sumar los valores adquiridos para 
posteriormente realizar el promedio de los mismos usando la rutina de promedio.  
El código necesario para realizar la adquisición podemos verlo a continuación. 
 
////////////////////////////////////////////////////////////////////////////// 
//         // 
//   RUTINA DE ADQUISICION   // 
//                                                                                                // 
////////////////////////////////////////////////////////////////////////////// 
 
void adquisicion(void) 
{ 
   set_adc_channel(0);          //Asignamos entrada AN0 como entrada Analogica. 
   delay_ms(20);                     //Realizamos espera de 20ms. 
             
   for (i=0; i<datos; i++) 
   { 
      buffer1[i] = read_adc(); //Leemos datos entrada AN0 y guardamos en ARRAY. 
   } 
    
   suma1 = (int16)buffer1[0] + (int16)buffer1[1] + (int16)buffer1[2] +  
           (int16)buffer1[3] + (int16)buffer1[4] + (int16)buffer1[5] +  
           (int16)buffer1[6] + (int16)buffer1[7] + (int16)buffer1[8] +  
           (int16)buffer1[9] + (int16)buffer1[10] + (int16)buffer1[11] +  
           (int16)buffer1[12] + (int16)buffer1[13] + (int16)buffer1[14] +  
           (int16)buffer1[15] + (int16)buffer1[16] + (int16)buffer1[17] +  
           (int16)buffer1[18] + (int16)buffer1[19] + (int16)buffer1[20] +  
           (int16)buffer1[21] + (int16)buffer1[22] + (int16)buffer1[23] +  
           (int16)buffer1[24] + (int16)buffer1[25] + (int16)buffer1[26] +  
           (int16)buffer1[27] + (int16)buffer1[28] + (int16)buffer1[29] +  
           (int16)buffer1[30] + (int16)buffer1[31] + (int16)buffer1[32] +  
           (int16)buffer1[33] + (int16)buffer1[34] + (int16)buffer1[35] +  
           (int16)buffer1[36] + (int16)buffer1[37] + (int16)buffer1[38] +  
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           (int16)buffer1[39] + (int16)buffer1[40] + (int16)buffer1[41] +  
           (int16)buffer1[42] + (int16)buffer1[43] + (int16)buffer1[44] +  
           (int16)buffer1[45] + (int16)buffer1[46] + (int16)buffer1[47] +  
           (int16)buffer1[48] + (int16)buffer1[49] + (int16)buffer1[50] +  
           (int16)buffer1[51] + (int16)buffer1[52] + (int16)buffer1[53] +  
           (int16)buffer1[54] + (int16)buffer1[55] + (int16)buffer1[56] +  
           (int16)buffer1[57] + (int16)buffer1[58] + (int16)buffer1[59] +  
           (int16)buffer1[60] + (int16)buffer1[61] + (int16)buffer1[62] +  
           (int16)buffer1[63] + (int16)buffer1[64] + (int16)buffer1[65] +  
           (int16)buffer1[66] + (int16)buffer1[67] + (int16)buffer1[68] +  
           (int16)buffer1[69] + (int16)buffer1[70] + (int16)buffer1[71] +  
           (int16)buffer1[72] + (int16)buffer1[73] + (int16)buffer1[74] +  
           (int16)buffer1[75] + (int16)buffer1[76] + (int16)buffer1[77] +  
           (int16)buffer1[78] + (int16)buffer1[79] + (int16)buffer1[80] +  
           (int16)buffer1[81] + (int16)buffer1[82] + (int16)buffer1[83] +  
           (int16)buffer1[84] + (int16)buffer1[85] + (int16)buffer1[86] +  
           (int16)buffer1[87] + (int16)buffer1[88] + (int16)buffer1[89] +  
           (int16)buffer1[90] + (int16)buffer1[91] + (int16)buffer1[92] +  
           (int16)buffer1[93] + (int16)buffer1[94] + (int16)buffer1[95] +  
           (int16)buffer1[96] + (int16)buffer1[97] + (int16)buffer1[98] +  
           (int16)buffer1[99]; 
 
… 
 
/////////////////////////////////////////////////////////////////////////////// 
//                                                                                      // 
//                                    PROMEDIO                                             // 
//                                                                                                 // 
////////////////////////////////////////////////////////////////////////////// 
 
void promedio(void) 
{ 
   promedio1 = (suma1 / datos);  //Hacemos promedio de datos temp SONDA. 
   … 
} 
 
Nota: Estas rutinas se repiten para adquirir y tratar los datos del canal 1 y canal 
4. 
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5.4.2. Envío de datos 
Una vez se han realizado los promedios se procede a enviar los datos mediante 
la utilización de la rutina de envío. 
La función de esta rutina es enviar los datos al coordinador con un formato 
específico para que puedan entenderse entre sí, sin problemas. 
 
Es necesario enviar cuatro datos (4 bytes) los cuales contendrán la siguiente 
información: 
 
• Identificador de la sonda. 
• Promedio sonda. 
• Promedio ambiente. 
• Promedio Vcc. 
 
El código necesario para realizar el envío se puede ver a continuación. 
 
/////////////////////////////////////////////////////////////////////////////// 
//                                                                                         // 
//                                      ENVIO                                          // 
//                                                                                                   // 
/////////////////////////////////////////////////////////////////////////////// 
 
void envio(void) 
{ 
   putc(IdSonda);       //Enviamos datos a COORDINADOR. 
   putc(promedio1); 
   putc(promedio2); 
   putc(promedio3); 
} 
 
5.4.3. Recepción 
Tras enviar los datos al coordinador, como se vera mas adelante, este envía los 
datos necesarios para que se pueda proceder a realizar la próxima adquisición. 
Los datos se reciben son: 
• Identificador de la sonda. 
• Tiempo de espera entre adquisiciones. 
 
El identificador de la sonda permite verificar que la información que se recibe de 
tiempo de espera entre adquisiciones sea para este dispositivo final y no para 
otro. Si el identificador de sonda coincide con el que se ha establecido por 
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Hardware se procede a identificar el tiempo de espera enviado para realizar la 
próxima adquisición. 
 
/////////////////////////////////////////////////////////////////////////////// 
//                                                                                              // 
//                                    RECEPCION                                               // 
//                                                                                                   // 
/////////////////////////////////////////////////////////////////////////////// 
 
void recepcion(void) 
{  
   for(i=0;i<datos_COORDINADOR;i++) 
   { 
      datos_SONDA[i] = getc();       //Recibimos datos del COORDINADOR. 
   } 
       
   if (IdSonda == datos_SONDA[0])    //Si pedimos datos a esta sonda.       
   {   
      switch(datos_SONDA[1])         //Comparamos la variable del tiempo.                   
      { 
      case '1':                     
         Tinicial = 1;                //Tiempo inicial adquisicion de 1 seg. 
      break; 
          
      case '2':                     
         Tinicial = 2;                //Tiempo inicial adquisicion de 5 seg. 
      break; 
                
  Este código es el mismo  hasta el caso “case ‘5’:”    
                
      case '5':                     
         Tinicial = 5;                //Tiempo inicial adquisicion de 20 seg. 
      break; 
      }  
   } 
} 
 
5.4.4. Programa principal 
La primera tarea que realiza el programa principal es realizar una espera de 50 
ms para tener la certeza de que el funcionamiento del PIC es estable, a 
continuación se procede a configurar los pines del puerto B del microprocesador 
como entradas o salidas ya que será por donde se configurara la identificación de 
la sonda por Hardware.  
El siguiente paso es configurar los valores de la tensión de referencia, se le indica 
al procesador que usara como rango de tensión de referencia los pines VrefL y 
VrefH  del microprocesador. Así como el origen del clock del conversor analógico 
digital. 
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Una vez se han configurado los pasos anteriores se lee el byte del puerto B y se 
asigna el valor del identificador de sonda, este identificador no volverá a ser 
asignado hasta que se desconecte o realice un reset al dispositivo final. 
Tras realizar la configuración inicial del microprocesador esta preparado para 
empezar a trabajar, lo primero que se realizara es hibernar el modulo XBee 
mediante la activación del pin 22 (RD2), realizar el tiempo de espera enviado por 
el coordinador, despertar al modulo XBee, y procesar las rutinas del dispositivo 
final. Este proceso se repetirá de forma cíclica e indefinida. 
Para visualizar el código realizado se puede consultar el apartado de programa 
de dispositivo final del anexo. 
 
5.5. Programación coordinador 
El hardware coordinador es el encargado de conseguir que exista comunicación 
entre el SCADA y los dispositivos finales.  
En la siguiente figura podemos observar de una forma mas clara la función del 
coordinador. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura 34. Esquema funcionamiento coordinador. 
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La conexión del coordinador, usando el PIC18F4550, al puerto USB del ordenador 
se realiza mediante la utilización de drivers específicos proporcionados por el 
fabricante del µC (Microchip). Dichos drivers se deben modificar para conseguir 
el funcionamiento deseado del microcontrolador. A continuación se indica que 
drivers son necesarios y las modificaciones realizadas para conseguir el correcto 
funcionamiento del hardware coordinador. 
 
5.5.1. Drivers CDC 
Para poder reconocer y comunicar satisfactoriamente el hardware coordinador 
con el Pc y Scada, es necesario utilizar los drivers adecuados teniendo en cuenta 
el protocolo de comunicación utilizado. Estos drivers son ofrecidos tanto por el 
fabricante del PIC18F4550 (Microchip), como por el fabricante del software 
compilador utilizado PIC C Compiler (CCS). 
Para conseguir que el hardware coordinador conecte automáticamente con el PC 
y el Scada, es necesario configurar el valor del VID (Vendor Identifier Device) y 
PID (Product Identifier Device) tanto en el driver utilizado como en el programa 
Scada, de esta forma el microcontrolador podrá comunicarse mediante el 
protocolo CDC con el Pc y será reconocido de forma automática y adecuada por 
el software Scada.  
 
5.5.2. Archivo inf 
El archivo .inf es el encargado de que el Pc pueda reconocer el Hardware 
coordinador conectado al puerto USB. Este archivo es el encargado de indicar al 
PC que el protocolo de comunicación que utiliza el dispositivo coordinador es el 
CDC. Para que el PC pueda reconocer automáticamente el Hardware coordinador, 
debemos indicarle el VID (Vendor Identifier Device) y el PID (Product Identifier 
Device) utilizado. A continuación se muestra la parte de código que se debe 
modificar (en color azul) del archivo .inf para que todo quede bien configurado y 
funcionando correctamente. 
 
;------------------------------------------------------------------------------ 
; Vendor and Product ID Definitions 
;------------------------------------------------------------------------------ 
; When developing your USB device, the VID and PID used in the PC side 
; application program and the firmware on the microcontroller must match. 
; Modify the below line to use your VID and PID.  Use the format as shown below. 
; Note: One INF file can be used for multiple devices with different VID and PIDs. 
; For each supported device, append ",USB\VID_xxxx&PID_yyyy" to the end of the line. 
;------------------------------------------------------------------------------ 
[SourceDisksFiles] 
[SourceDisksNames] 
[DeviceList] 
%DESCRIPTION%=DriverInstall, USB\VID_04D8&PID_000A 
 
[DeviceList.NTamd64]  
%DESCRIPTION%=DriverInstall, USB\VID_04D8&PID_000A 
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5.5.3. Archivo usb_desc_cdc 
Este archivo es el encargado de indicar la configuración de los descriptores que 
se usaran en la comunicación CDC. Es decir, es el driver del puerto COM virtual 
que se usara para utilizar la comunicación CDC. Para que todo funcione 
correctamente se debe indicar el VID (Vendor Identifier Device) y PID (Product 
Identifier Device) utilizado. A continuación se muestra la parte de código que se 
debe modificar (en color azul) para que todo quede bien configurado y 
funcionando correctamente: 
 
///////// config options, although it's best to leave alone for this demo ///// 
#define  USB_CONFIG_PID       0x000A 
#define  USB_CONFIG_VID       0x04D8 
#define  USB_CONFIG_BUS_POWER 100   //100mA  (range is 0..500) 
#define  USB_CONFIG_VERSION   0x0100      //01.00  //range is 00.00 to 99.99 
//////// end config /////////////////////////////////////////////////////////// 
 
5.5.4. Archivo usb_cdc 
En este archivo se debe indicar que archivo de descriptores se debe utilizar, se 
indicara la ruta del archivo usb_desc_cdc.h modificado que debe utilizarse 
cuando compilemos con PIC C Compiler y así utilice la configuración 
personalizada para el hardware coordinador. A continuación se muestra la parte 
de código que se debe modificar (en color azul) del archivo usb_cdc para que 
todo quede bien configurado y funcione correctamente. 
 
///////////////////////////////////////////////////////////////////////////// 
// 
// Include the CCS USB Libraries.  See the comments at the top of these 
// files for more information 
// 
///////////////////////////////////////////////////////////////////////////// 
#ifndef __USB_PIC_PERIF__ 
#define __USB_PIC_PERIF__   1 
#endif 
 
#if __USB_PIC_PERIF__ 
#if defined(__PCH__) 
#include <pic18_usb.h>   //Microchip 18Fxx5x hardware layer for usb.c 
#else 
#include <pic24_usb.h>   //Microchip 18Fxx5x hardware layer for usb.c 
#endif 
#else 
#include <usbn960x.h> 
#endif 
#include "include\usb_desc_cdc.h"   //USB Configuration and Device descriptors for this UBS device 
#include <usb.c>        //handles usb setup tokens and get descriptor reports  
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5.5.5. Programa principal 
La primera tarea que realiza el programa principal es acondicionar e iniciar el 
funcionamiento del coordinador para poder establecer la comunicación vía USB 
con el PC. Para ello tras realizar una espera de 50 ms para tener la certeza que 
el funcionamiento del PIC es estable se procede a inicializar la comunicación 
USB. 
Una vez realizada esta tarea se configura y envían los parámetros iniciales para 
que los dispositivos finales queden enlazados con el coordinador y estén 
operativos para cuando se establezca la comunicación con ellos. 
En el funcionamiento cíclico del programa lo que se hace es consultar si el PC ha 
enumerado al coordinador. De ser así lo que se hace es mediante el uso de 
interrupciones consultar si se han recibido datos por el USB o de forma 
inalámbrica por el puerto serie, de esta forma solamente se ejecutaran las 
rutinas de recepción  cuando el PIC detecte que tiene datos para procesar. 
A continuación se muestra el código del programa principal que se encarga de 
realizar la ejecución cíclica del programa. 
 
       
   while (1)                     //Ejecucion ciclica del programa. 
   {       
      if(usb_enumerated())       //Si el dispositivo esta enumerado.          
      {   
             //Si recibimos datos del SCADA llamamos rutina recibimos_scada(). 
         if (usb_cdc_kbhit()) recibimos_scada(); 
             //Si recibimos datos del XBEE llamamos rutina recibimos_xbee(). 
         if (kbhit()) recibimos_xbee();             
      } 
   }   
 
5.5.6. Rutina de recepción SCADA 
En esta rutina la tarea realizada es capturar los valores que provienen del 
software Scada y guardar dichos datos en las variables adecuadas para su 
posterior procesado.  
Como se ha mencionado en el apartado anterior solo se ejecuta esta rutina 
cuando el PIC detecta que ha recibido datos por el puerto USB. 
Si se reciben datos por el bus USB la primera tarea es capturar los datos y 
guardarlos en el array de recepción. Una vez se ha leído todos los datos se 
consulta la primera posición del array, esta posición es la que tiene guardada la 
identificación de la sonda. 
Tras identificar el número de la sonda se procede a guardar los datos en el array 
específico creado para cada sonda, una vez se ha realizado esto, los datos 
quedaran correctamente almacenados e identificados para posteriormente poder 
tratarlos cuando sean requeridos por los dispositivos finales. 
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void recibimos_scada(void) 
{ 
   for(i=0;i<datos_SCADA;i++)                 
   { 
      recibidos_SCADA[i] = usb_cdc_getc();   //Recibimos datos del SCADA. 
   } 
   if (recibidos_SCADA[0] == 'a')            //Si pedimos datos Sonda1. 
   { 
      sonda1_XBEE[0] = recibidos_SCADA[0];  //Guardamos datos en sonda1_XBEE[0]. 
      sonda1_XBEE[1] = recibidos_SCADA[1];    
   } 
   if (recibidos_SCADA[0] == 'b')            //Si pedimos datos Sonda2. 
   { 
      sonda2_XBEE[0] = recibidos_SCADA[0];  //Guardamos datos en sonda2_XBEE[0]. 
      sonda2_XBEE[1] = recibidos_SCADA[1];    
   } 
} 
 
5.5.7. Rutina de recepción XBee 
En esta rutina la tarea realizada es capturar los valores que provienen de los 
dispositivos finales a través del puerto inalámbrico. 
Como se ha mencionado anteriormente, e igual que en el caso del USB, solo se 
ejecuta esta rutina cuando el PIC detecte que ha recibido datos por el puerto 
inalámbrico. 
Si se reciben datos por el puerto inalámbrico la primera tarea es capturar los 
datos y guardarlos en el array de recepción. Una vez se han leído todos los datos 
se consulta la primera posición del array, esta posición es la que tiene guardada 
la identificación de la sonda. 
Tras identificar el número de la sonda se procede a guardar los datos en el array 
específico creado para cada sonda, una vez se ha realizado esto, los datos 
quedaran correctamente almacenados e identificados. Acto seguido se envían a 
través del puerto inalámbrico los datos que se habían almacenado anteriormente 
del software Scada para que el dispositivo final adecuado reciba los nuevos 
parámetros de funcionamiento y comience el proceso de la siguiente adquisición.  
De esta forma se consigue que el operador pueda cambiar los tiempos de 
adquisición sin tener que reprogramar los dispositivos finales y sin moverse de 
su puesto de trabajo.  
La siguiente acción es enviar al software Scada los datos que acabábamos de 
almacenar, estos datos incluyen la identificación de la sonda y de la última 
adquisición realizada. 
El código mostrado es para un solo dispositivo final, para ver el código completo 
consultar el apartado de programación del coordinador en el anexo. 
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void recibimos_xbee(void) 
{ 
   for(i=0;i<datos_XBEE;i++)                  
   { 
      recibidos_XBEE[i] = getc();              //Recibimos datos del XBEE. 
   } 
    
   if (recibidos_XBEE[0] == 'a')               //Si recibimos datos de Sonda1. 
   { 
      sonda1_SCADA[0] = recibidos_XBEE[0];  //Guardamos datos en sonda2_SCADA[0]. 
      sonda1_SCADA[1] = recibidos_XBEE[1];    
      sonda1_SCADA[2] = recibidos_XBEE[2];    
      sonda1_SCADA[3] = recibidos_XBEE[3];    
       
      putc(sonda1_XBEE[0]);            //Enviamos a XBEE dato Sonda1. 
      putc(sonda1_XBEE[1]);            //Enviamos a XBEE dato Tiempo Sonda1. 
       
      usb_cdc_putc(sonda1_SCADA[0]);       //Enviamos datos a SCADA de la Sonda1. 
      usb_cdc_putc(sonda1_SCADA[1]); 
      usb_cdc_putc(sonda1_SCADA[2]); 
      usb_cdc_putc(sonda1_SCADA[3]); 
       
      output_D(0x01);                  //Verificacion en Protoboard (LED). 
      delay_ms(20); 
      output_D(0x00); 
   }   
   … 
} 
 
5.6. Programación SCADA 
El SCADA es el encargado de conseguir que exista comunicación entre el 
hardware coordinador y el PC, además de almacenar los datos adquiridos en una 
base de datos MySQL, para disponer de un historial y posibilitar la consulta de 
datos remotos vía web. En este apartado no se visualizara casi código de 
programa debido a la complejidad del mismo. En caso de querer ver el código 
completo consultar el apartado de programación del SCADA en el anexo. 
En la siguiente figura podemos observar de una forma mas clara la función del 
software SCADA. 
 
 
 
 
  
 
Figura 35. Esquema funcionamiento SCADA. 
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5.6.1. Rutina Timer 1 
La rutina Timer 1 es la encargada de detectar si se ha conectado el Hardware 
coordinador al bus USB del PC. Si coincide el VID y PID asignado para el 
hardware coordinador en el SCADA con el del hardware conectado al USB, el 
hardware quedara correctamente enumerado. Otra función que realiza la rutina 
es enlazar con la base de datos de MySQL si WampServer se encuentra activo.  
En caso de querer ver el código realizado consultar el apartado de programación 
del SCADA en el anexo. 
 
5.6.2. Rutina detección VID & PID 
Como la detección del Hardware coordinador es automática, por la consulta del 
valor del PID & VID que tenemos programado en el PIC18F4550 del coordinador, 
esta función funciona conjuntamente con la rutina del Timer 1 aunque no forma 
parte de la misma. Se ejecuta automáticamente cuando detecta que hemos 
conectado Hardware en el bus USB.  
En caso de querer ver el código realizado consultar el apartado de programación 
del SCADA en el anexo. 
 
5.6.3. Evento Timer 2 & Timer 3 
La función de los dos timers es actualizar las progressbar (barras de progreso) 
que se utilizan en el programa SCADA. Estos trozos de código se ejecutan 
cíclicamente cada ‘x’ tiempo. Este tiempo se asigna  en las propiedades de los 
timers. El código se ejecutara siempre y cuando la sonda a la cual hace 
referencia se encuentre activa. 
En caso de querer ver el código realizado consultar el apartado de programación 
del SCADA en el anexo. 
 
5.6.4. Evento Timer 4 & Timer 5 
Para detectar si se ha perdido la señal de la sonda o se continúa recibiendo 
datos, se han colocado dos indicadores que cambian de color (de rojo a verde) 
cada vez que adquieren los datos de la sonda.  
En caso de querer ver el código realizado consultar el apartado de programación 
del SCADA en el anexo. 
 
5.6.5. Evento Timer 6 & Timer 7 
Para detectar el estado de la vida de las baterías, se han colocado dos 
indicadores que cambian de color dependiendo del valor de la energía de la 
batería. Los colores usados son: 
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• Verde: Batería en perfecto estado. 
• Amarillo: Batería en perfecto estado pero a media carga. 
• Rojo: Batería con batería baja, cambiar la batería en cuanto sea posible. 
 
En caso de querer ver el código realizado consultar el apartado de programación 
del SCADA en el anexo. 
 
5.6.6. Evento Botón ON & OFF SCADA 
Para cada dispositivo final el SCADA posee unos botones de ON / OFF. Estos 
botones son los encargados de activar la visualización de los datos que nos envía 
el hardware coordinador. 
En caso de querer ver el código realizado consultar el apartado de programación 
del SCADA en el anexo. 
 
5.6.7. Evento recepción de datos 
Esta rutina es la encargada de recibir los datos por el bus USB, procesarlos, 
llamar a las rutinas de escritura de los textbox y por ultimo almacenar los datos 
en la base de datos de MySQL para poder consultarlos vía Web. 
En caso de querer ver el código realizado consultar el apartado de programación 
del SCADA en el anexo. 
 
5.6.8. Rutina escritura textbox sondas 
Estas rutinas son las encargadas de que los datos puedan escribirse en los 
textbox  del SCADA, para ello se encargan de convertir los datos al formato 
adecuado para que se puedan mostrar los valores adquiridos en los textbox sin 
problemas, de esta forma el usuario puede ver cuales son los datos que esta 
recibiendo el sistema. 
En caso de querer ver el código realizado consultar el apartado de programación 
del SCADA en el anexo. 
 
5.6.9. Evento tiempos de adquisición 
Este conjunto de rutinas son las encargadas de que podamos seleccionar los 
diferentes tiempos de adquisición de los dispositivos finales. 
En caso de querer ver el código realizado consultar el apartado de programación 
del SCADA en el anexo. 
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5.7. Programación Servidor 
Como se ha comentado anteriormente, para  conseguir que el PC actúe como 
servidor en red, se ha utilizado el paquete WampServer. 
Wampserver ofrece el servidor Apache con una configuración general por 
defecto, para poder comenzar a utilizarlo rápidamente en cualquier PC. 
  
• Asigna como nombre del servidor al PC “localhost”. Es un nombre 
reservado que tienen todos los ordenadores, routers, etc.   
• Asigna como nombre de cuenta de usuario “root”. De esta forma la cuenta 
de usuario posee todos los derechos, ya sea como mono o multiusuario. 
 
Para que cualquier usuario que este dentro de la red, pueda acceder a la página 
Web, se deben modificar unas líneas de programa del archivo “httpd.conf” que 
son las que dan o restringen el acceso. 
Este archivo se encuentra en la dirección de instalación por defecto de 
WampServer o en la que se elija al proceder a su instalación, siendo el siguiente 
el enlace por defecto: 
 
C:\WampServer\bin\apache\Apache2.2.21\conf 
 
La modificación del código necesaria puede observarse a continuación resaltada 
de color azul. 
# 
# Controls who can get stuff from this server. 
# 
#  onlineoffline tag - don't remove 
    Order Deny,Allow 
    Deny from all 
    #Allow from 127.0.0.1 
    Allow from all 
</Directory> 
 
# 
# DirectoryIndex: sets the file that Apache will serve if a directory 
# is requested. 
# 
 
La configuración inicial “Allow from 127.0.0.1” significa que se puede tener 
acceso desde el propio PC servidor pero no desde el exterior. La dirección IP 
127.0.0.1 es equivalente a escribir localhost. 
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Al cambiar esa dirección IP por “Allow from all”, lo que se consigue es hacerla 
accesible por cualquier usuario que forme parte de la red. Si solo se quisiera dar 
acceso a determinados PC de la red, únicamente se debería escribir las 
direcciones IP de dichos PC para que pudieran tener acceso. 
 
5.8. Código web 
Para crear la página Web dinámica se  ha utilizado el lenguaje PHP y la base de 
datos MySQL. El lenguaje PHP ha permitido enlazar el lenguaje HTTP que se 
utiliza para mostrar las páginas web a los usuarios con la base de datos de 
MySQL. 
 
5.8.1. Código PHP 
Dentro del mismo proyecto Web se crean dos páginas (global.PHP) y 
(sondas.PHP). 
En la primera página (global.PHP), se realiza la conexión de  la página web con el 
servidor y la  base de datos creada en MySQL dentro de este.  
El siguiente código PHP es el que permite realizar este enlace. 
<?php 
     mysql_pconnect("localhost","root","");     //Conexión con nuestro servidor 
     mysql_select_db("sensores");  //Conexión con nuestra base de datos 
?> 
 
En la segunda página (sondas.php)  se implementa el código para enlazar la 
base de datos MySQL a unas tablas creadas en el diseño web, de esa forma se 
consigue visualizar los datos de la base de datos en la página web. 
Lo primero que se hace en la página sondas.php es enlazar con la pagina 
global.php. Acto seguido se realiza una consulta en lenguaje SQL, para adquirir 
la última fila insertada en la base de datos. De esta forma siempre se mostrara la 
última medición realizada por los dispositivos finales. La consulta en lenguaje 
SQL se puede realizar porque esta integrado dentro del código PHP, de esta 
manera se consigue que la web (HTML) y la tabla (SQL) se comuniquen entre si 
sin problemas. 
Una vez realizadas las consultas, se coloca cada dato recibido en una tabla 
creada dentro de la página web “Sonda 1” para que los datos se visualicen de 
forma ordenada dentro de la misma. De igual forma se realiza otra consulta en 
lenguaje SQL para adquirir el valor máximo y mínimo de la temperatura, así 
como la media de temperatura, durante toda la sesión de trabajo de la sonda. 
Además de su colocación en otra tabla creada dentro de la página web 
“Estadísticas Sonda 1”. 
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La explicación mostrada anteriormente muestra las consultas y colocación de 
datos para la sonda 1. De igual forma se realizan todas las consultas para la 
sonda 2. Además de la colocación en la tablas “Sonda 2” y “Estadística Sonda 2” 
Ahora cada vez que un usuario o cliente desee conectarse a la pagina web, 
realizara una petición al servidor, y este mostrara la pagina web diseñada. 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura 36. Petición y recepción de la web por el usuario. 
 
A continuación se muestra parte del código implementado para conseguir crear la 
página Web sondas.php. 
 
//Enlazamos con la página que se conecta a la base de datos 
   <?php require("global.php");    
 
//Realizamos la consulta SQL, tabla Sonda 1. 
   $strSQL = "SELECT * FROM sondas WHERE NumeroSonda=1 ORDER BY Tiempo DESC LIMIT 1"; 
 
//Ejecutamos consulta y obtenemos resultados sonda 1. 
   $consulta=mysql_query($strSQL) or die(mysql_error()); 
   $datos=mysql_fetch_array($consulta); 
   ?> 
 
//Creación de la tabla Sonda 1 y enlace con los datos de MySQL. 
   <table border="1"> 
   <caption>Sonda 1</caption> 
   <tr><td>T. Sonda</td><td>T. Ambiente</td><td>VCC</td></tr> 
   <tr><td><?php echo $datos["tsonda"]?></td><td><?php echo 
   $datos["tambiente"]?></td><td><?php echo $datos["vcc"]?></td></tr> 
   </table> 
   </td> 
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   <?php  
//Realizamos consulta SQL tabla estadísticas Sonda 1. 
   $strSQL = "SELECT max(tsonda), min(tsonda), avg(tsonda) FROM sondas WHERE NumeroSonda=1"; 
//Ejecutamos consulta y obtenemos resultados estadísticas Sonda 1. 
   $consulta=mysql_query($strSQL) or die(mysql_error()); 
   $datos=mysql_fetch_array($consulta);?> 
 
 
//Creación de tabla estadística Sonda 1 y enlace con los datos de la tabla MySQL. 
   <table border="1"> 
   <caption>Estadísticas Sonda1</caption> 
   <tr><td>Max T. Sonda</td><td>Min T. Sonda</td><td>Mean T. Sonda</td></tr> 
   <tr><td><?php echo $datos['max(tsonda)']?></td><td><?php echo 
   $datos['min(tsonda)']?></td><td><?php echo $datos['avg(tsonda)']?></td></tr> 
   </table> 
 
   </td></tr> 
   <tr><td> 
 
A continuación se puede observar la página creada después de implementar el 
código visto anteriormente. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura 33. Página Web visualizada con Internet Explorer. 
 
 
 
 
Figura 37. Página Web visualizada con Internet Explorer. 
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5.8.2. Base de datos MySQL 
En este punto se muestra la Base de datos creada en MySQL para, además de 
conseguir mostrar los datos de las sondas en la página web, tener un historial de 
las variables adquiridas por los dispositivos finales. 
La base de datos creada se denomina “sensores”, la tabla creada dentro de dicha 
base de datos se denomina “sondas”.  
 
Las columnas implementadas en la tabla “sondas” son: 
• Tiempo: Muestra fecha y hora de la adquisición. 
• Número de Sonda: Muestra el número de sonda a la que pertenecen los 
datos adquiridos. 
• Tsonda: Muestra la temperatura de la sonda. 
• Tambiente: Muestra la temperatura ambiente del dispositivo. 
• Vcc: Muestra el nivel de la Batería. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura 38. Tabla de datos adquiridos en MySQL. 
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5.9. Configuración XBee 
Como ya se ha mencionado anteriormente el programa utilizado para configurar 
los XBee es el X-CTU. 
Con la configuración que se muestra a continuación se consigue configurar los 
dispositivos con la topología punto - multipunto, es decir, el coordinador puede 
comunicarse con todos los dispositivos finales que estén dentro de su red, pero 
los dispositivos finales solo pueden comunicarse con el coordinador. 
Para programar los módulos XBee solamente es necesario utilizar la pestaña de 
PC settings y la de Modem Configuration. 
Las pestañas restantes Range Test y Terminal son para poder verificar y 
comprobar el correcto funcionamiento de los módulos. 
 
La primera pestaña (PC Settings) sirve para configurar la comunicación del PC 
con el modulo XBee. Para que puedan entenderse sin problemas se le debe 
indicar la velocidad de comunicación (Baud), el control de flujo usado (Flow 
Control), la cantidad de datos a enviar (Data bits), si usamos paridad (Parity) y 
cuantos bits conforman el indicador de fin de comunicación (Stop Bits). 
En la siguiente imagen se puede ver la pestaña PC settings con la configuración 
necesaria para comunicar con los módulos XBee. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura 39. X-CTU pestaña PC Settings. 
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La configuración que se observa en la figura 39 es la misma para el modulo XBee 
colocado en el coordinador y para el modulo conectado en los dispositivos 
finales. La configuración básica para conseguir la comunicación es la siguiente: 
 
Tabla 5. Configuración básica PC Settings. 
 
Baud 9600 
Flow Control None 
Data Bits 8 
Parity None 
Stop Bits 1 
 
Una vez configurado para comprobar el correcto funcionamiento y enlazar con el 
modulo XBee se debe clicar en el botón Test / Query. Si la configuración es 
correcta aparecerá la siguiente ventana. 
 
 
 
 
 
 
Figura 40. Comunicación correcta X-CTU y modulo XBee. 
 
A partir de este punto es donde las configuraciones difieren dependiendo de si se 
esta hablando del modulo XBee del coordinador o del modulo de un dispositivo 
final. A continuación se detalla la configuración adecuada para el correcto 
funcionamiento de los módulos. 
 
5.9.1. X-CTU Coordinador 
En la siguiente imagen se puede ver la pestaña Modem Configuration con la 
configuración necesaria para el correcto funcionamiento del módulo XBee 
ubicado en el coordinador. 
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Figura 41. X-CTU Modem configuration coordinador. 
 
En la pestaña Modem Configuration es donde se indica cual es el funcionamiento 
del modulo XBee deseado y la configuración del mismo como por ejemplo el 
canal de comunicación, el PAN ID, etc. 
En la figura 41 se puede ver la configuración necesaria para el correcto 
funcionamiento, a modo de resumen se muestra la configuración básica para el 
correcto funcionamiento del coordinador en la siguiente tabla. 
 
Tabla 6. Configuración básica Modem Configuration del coordinador. 
 
Channel C 
PAN ID 1978 
Destination Address High 0 
Destination Address Low 0 
Serial Number High 13A200 
Serial Number Low 406C68AD 
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Channel C es el canal que se ha asignado al modulo XBee para realizar la 
comunicación, al indicarle al modulo que trabaje en el Channel C se esta 
trabajando en el rango de frecuencia de: 2,4075 – 2,4125GHz. 
El parámetro PAN ID es el identificador de la red, en este caso se ha indicado 
que usen el identificador 1978. 
Los parámetros de Destination Address High y Destination Address Low están 
configurados con el valor cero, esto le indica al modulo XBee del coordinador que 
la información se envía a todos los módulos de los dispositivos finales que estén 
en el mismo Channel y que contengan la misma PAN ID.  
Los parámetros Serial Number High y Serial Number Low son los datos 
identificativos del módulo XBee colocados en el coordinador (No son modificables 
por el usuario). Si se quisiera enviar única y exclusivamente datos a un 
dispositivo final, se debería cambiar los ceros de la Destination Address High y 
Destination Address Low, por los datos identificativos del modulo XBee al que se 
quiera enviar la información. Esto se vera en el siguiente apartado en el cual se 
trata el envío de los datos de los dispositivos finales al Hardware coordinador. 
 
5.9.2. X-CTU Dispositivo final 
En la siguiente imagen se puede ver la pestaña Modem Configuration con la 
configuración necesaria para el correcto funcionamiento del módulo XBee 
ubicado en el dispositivo final. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura 42. X-CTU Modem configuration dispositivo final. 
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En la pestaña Modem Configuration es donde se indica cual se quiere que sea el 
funcionamiento del modulo XBee y la configuración del mismo como por ejemplo 
el canal de comunicación, el PAN ID, etc. 
En la figura 42 se puede ver la configuración necesaria para el correcto 
funcionamiento, a modo de resumen se muestra la configuración básica para el 
correcto funcionamiento del dispositivo final en la siguiente tabla. 
 
Tabla 7. Configuración básica Modem Configuration del coordinador. 
 
Channel C 
PAN ID 1978 
Destination Address High 13A200 
Destination Address Low 406C68AD 
Serial Number High 13A200 
Serial Number Low 40715D36 
Sleep Mode 1 
 
 
Channel C es el canal que se le ha asignado al modulo XBee para realizar la 
comunicación, al indicarle al modulo que trabaje en el Channel C estamos 
trabajando en el rango de frecuencia de: 2,4075 – 2,4125GHz. 
El parámetro PAN ID es el identificador de la red, en este caso se le ha indicado 
que usen el identificador 1978. 
Los parámetros de Destination Address High y Destination Address Low están 
configurados con los valores Serial Number High y Serial Number Low del 
coordinador, de esta forma el dispositivo final únicamente enviara la información 
al modulo del coordinador.  
Los parámetros Serial Number High y Serial Number Low son los datos 
identificativos del módulo XBee colocados en el dispositivo final (No son 
modificables por el usuario).  
Para conseguir un mayor ahorro en la vida de la batería se configura la opción 
Sleep mode a uno, lo cual le indica al XBee que se le invernara utilizando el pin 
numero 9 del modulo XBee. 
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CAPITULO 6: 
CONCLUSIONES 
En este capítulo se presentan y muestran las conclusiones de la realización del 
proyecto.  
 
6.1. Objetivos 
El objetivo del proyecto ha sido crear una red inalámbrica para instrumentación 
de procesos similar a la disponible en el laboratorio de química de l’Escola 
Universitària d’Enginyeria Tècnica Industrial de Barcelona (EUETIB), de menor 
coste, con prestaciones similares y sin la restricción de depender de terceros 
para añadir funcionabilidades.  
Se han conseguido cumplir los objetivos marcados, como es diseñar un hardware 
capaz de capturar magnitudes físicas y enviarlas de forma inalámbrica, diseñar 
un hardware coordinador capaz de gestionar los datos recibidos, un software 
SCADA que muestre las variables físicas adquiridas y que permita configurar los 
tiempos de adquisición de los dispositivos finales, por ultimo se ha creado un 
servidor en el PC que permita consultar los datos adquiridos de forma remota vía 
Web. 
El proyecto realizado ha mejorado la funcionabilidad del sistema disponible en el 
laboratorio de química de l’Escola Universitària d’Enginyeria Tècnica Industrial de 
Barcelona (EUETIB). La red inalámbrica para instrumentación de procesos es 
capaz de modificar los tiempos de adquisición de los dispositivos finales, sin la 
necesidad de desplazarse a ellos para tener reprogramar los microcontroladores. 
Los dispositivos finales tienen la capacidad de poder adquirir otras variables 
físicas además de la temperatura. Solamente seria necesario que el nuevo sensor 
tuviera un rango de salida que estuviera comprendido entre los 0 y 5V. 
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6.2. Posibles mejoras 
Unas posibles mejoras del proyecto serian las siguientes: 
• Capacidad de seleccionar en el front-end del SCADA, la cantidad de 
dispositivos finales deseados en la adquisición.  
• Poder seleccionar cualquier tiempo de adquisición según la necesidad. 
• Posibilidad de alimentar y cargar las sondas a la red, usando únicamente 
las baterías cuando no se disponga de conexión a red. 
 
6.3. Conclusiones 
La realización de este proyecto nos ha permitido tener una primera toma de 
contacto con la realización de un trabajo de ingeniería. Nos ha aportado una gran 
experiencia en planificación, gestión de recursos, diseño e implementación de 
hardware electrónico. 
La red inalámbrica para instrumentación de procesos ha sido desarrollada desde 
cero, sin tener conocimientos previos de las siguientes tecnologías, PIC, 
inalámbrica, USB, Web, etc., al igual que las herramientas utilizadas en el 
desarrollo del mismo. También ha sido creado desde cero la totalidad del 
hardware utilizado, software y se han creando los drivers necesarios para el 
funcionamiento del hardware modificando drivers proporcionados por los 
fabricantes para conseguir el funcionamiento deseado. 
6.4. Fotos 
El aspecto de la red inalámbrica de instrumentación de procesos podemos 
visualizarlo a continuación en las siguientes figuras. 
 
 
 
 
 
 
 
 
 
 
 
Figura 43. Hardware coordinador. 
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Figura 44. Dispositivo final. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura 45. Interfaz SCADA. 
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Figura 46. Aspecto pagina Web. 
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En esta memoria económica se realizan dos tipos de estudios económicos 
diferenciados, el primero es la realización de un prototipo bajo demanda en el 
cual analizamos cual sería el coste de realización del mismo incluyendo nuestros 
honorarios. Y la segunda es la realización de un prototipo para después realizar 
una producción seriada del mismo.  
CAPITULO 1: 
COSTE DEL PROTOTIPO 
En esta sección del proyecto se pretende cuantificar cual ha sido el coste total del 
desarrollo del prototipo. 
Entre los costes más importantes podemos destacar los costes de los materiales, 
los recursos técnicos necesarios para la realización del prototipo y los costes 
derivados a los trabajos realizados y el tiempo dedicado en la realización del 
proyecto. 
 
Entre las muchas tareas en las que se desglosa el proyecto podemos destacar las 
siguientes: 
 
• Estudio de la viabilidad y anteproyecto. 
• Diseño del Hardware coordinador y dispositivos finales. 
• Montaje del Hardware coordinador y dispositivos finales. 
• Revisión del correcto funcionamiento del Hardware. 
• Diseño del funcionamiento de la red inalámbrica. 
• Programación del Hardware de la red inalámbrica. 
• Revisión del correcto funcionamiento de la red inalámbrica. 
• Diseño del software SCADA de la red inalámbrica. 
• Programación del software SCADA. 
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• Revisión del correcto funcionamiento de la conexión coordinador – PC. 
• Confección de la documentación del proyecto: memoria técnica, memoria 
económica, planos y otros documentos. 
 
1.1. Costes materiales de la red inalámbrica 
En este apartado pretendemos determinar el coste material dedicado a cada 
sección del proyecto para posteriormente determinar el coste total que ha 
supuesto la realización del mismo. 
1.1.1. Coste total componentes electrónicos 
 
Tabla 1. Coste total Componentes electrónicos. 
Referencia Descripción Cantidad PVP unidad PVP total 
27Ω Resistencia 1/4W 2 0,02 0,04 
2kΩ Resistencia 1/4W 6 0,02 0,12 
1MΩ Resistencia 1/4W 3 0,02 0,06 
3,9kΩ Resistencia 1/4W 6 0,02 0,12 
10kΩ Resistencia 1/4W 5 0,02 0,10 
100Ω Resistencia 1/4W 3 0,02 0,06 
470Ω Resistencia 1/4W 3 0,02 0,06 
330Ω Resistencia 1/4W 4 0,02 0,08 
1kΩ Resistencia 1/4W 4 0,02 0,08 
200Ω Resistencia 1/4W 2 0,02 0,04 
DIL 10kΩ 8R + común 2 0,13 0,26 
10kΩ Potenciómetro ajuste vertical multivuelta 3 0,49 1,47 
1kΩ Potenciómetro ajuste vertical multivuelta 2 0,672 1,34 
22pF Condensador 6 0,03 0,18 
100nF Condensador 7 0,0945 0,66 
470nF Condensador 3 0,231 0,69 
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PIC18F4550 Microcontrolador  3 5,81 17,43 
LM317 Regulador de tensión 3 0,21 0,63 
LM35 Sensor de temperatura 2 0,86 1,72 
7805 Regulador de tensión 2 0,16 0,32 
Microswitch Micro interruptor 6 entradas 2 0,75 1,50 
Pulsador reset Pulsador 6x6 3 0,11 0,33 
Tira pines Conexión grabador PICKIT3 1 1 1,00 
Tira pines Conexión XBee 3 1 3,00 
20MHz Cristal de cuarzo 3 0,24 0,72 
Zócalo 40 pines PIC18F4550 3 0,57 1,71 
Sonda temperatura Sondas 150ºC 2 6,6 13,20 
Batería 9V 1200mAh 2 11,49 22,98 
  Subtotal 69,90 € 
  I.V.A (18%) 12,58 € 
  Coste Total 82,48 € 
 
1.1.2. Coste total componentes mecánicos 
 
Tabla 2. Coste total Componentes mecánicos. 
Referencia Descripción Cantidad PVP unidad PVP total 
Separador placa M3 15mm MA-HE 12 0,345 4,14 
Tornillo separador M3 8mm 12 0,1275 1,53 
Tuerca separador M3 Níquel 12 0,1267 1,52 
Regleta 2 contactos Para soldar en PCB 4 0,75 3,00 
Regleta 3 contactos Para soldar en PCB 2 0,85 1,70 
Placa positiva 60x80mm una cara 1 1,218 1,22 
Placa positiva 120x80mm 2 3,003 6,00 
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Caja coordinador Caja PVC 125x75x50mm 1 9,2169 9,22 
Caja disp. final Caja PVC  155x95x60mm 2 12,1552 24,31 
Pasa hilos Ext. 15 / Int.7 /Anch.10 3 0,0605 0,18 
Broca 0,6mm para PCB 1 1,1454 1,15 
Broca 1,5mm para PCB 1 0,39 0,39 
Broca 3mm para PCB 1 0,63 0,63 
Interruptor ON / OFF Sonda 2 1,20 2,40 
Cable USB Cable USB PC 1 3,83 3,83 
  Subtotal 61,22 € 
  I.V.A (18%) 11,02 € 
  Coste Total 72,24 € 
 
1.1.3. Coste total instalaciones, equipos y materiales adicionales 
En el siguiente apartado detallamos los gastos adicionales proporcionales al uso 
de equipos de medida, software, comunicaciones, etc., que han sido necesarios 
para la elaboración del prototipo. Para calcular el coste de la amortización se a 
tenido en cuenta que la vida útil de los mismos es de cinco años.  
 
Tabla 3. Coste total instalaciones, equipos y materiales adicionales. 
Descripción  Total 
Amortización de equipos y software  60,00 
Consumo de energía eléctrica  50,00 
Materiales montaje prototipo: brocas, solador, estaño, etc…  10,00 
 Subtotal 120,00 € 
 I.V.A (18%) 21,60 € 
 Coste Total 141,60 € 
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1.2. Costes totales otros materiales del proyecto  
Tabla 4. Costes totales otros materiales del proyecto. 
Descripción  Total 
Material oficina: Papel, bolígrafos, etc…  20,00 
Presentación Proyecto: Encuadernación, carpeta, CD, etc…  20,00 
 Subtotal 40,00 € 
 I.V.A (18%) 7,20 € 
 Coste Total 47,20 € 
 
1.3. Costes totales de los trabajos realizados 
En la siguiente tabla podemos observar las horas que han sido necesarias para el 
desarrollo del prototipo, y el precio de la hora para la realización del mismo 
dependiendo de la tarea a realizar. Cabe decir que el precio hora es mas bajo de 
lo habitual, debido a que la realización del mismo ha servido para demostrar los 
conocimientos adquiridos en el transcurso de la carrera. 
  
Tabla 5. Costes totales de los trabajos realizados. 
Horas Descripción  PVP unidad Total 
250 Estudio de viabilidad y anteproyecto  15,00 3750 
50 Diseño Hardware coordinador y dispositivos finales  15,00 750 
10 Montaje Hardware coordinador y dispositivos finales  10,00 100 
10 Revisión del correcto funcionamiento del Hardware  10,00 100 
20 Diseño del funcionamiento de la red inalámbrica  15,00 300 
250 Programación del Hardware de la red inalámbrica  15,00 3750 
30 Revisión del correcto funcionamiento de la red   10,00 300 
50 Diseño del software SCADA de la red inalámbrica  15,00 750 
400 Programación del software SCADA + Web  15,00 6000 
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10 Revisión correcta conexión coordinador – PC  10,00 100 
200 Confección de la documentación del proyecto  10,00 2000 
  Subtotal 17900 € 
  I.V.A (18%) 3222 € 
  Coste Total 21122 € 
 
1.4. Coste total del proyecto   
 
Tabla 6. Coste total del proyecto. 
Descripción  Total 
Coste total componentes electrónicos  82,48 € 
Coste total componentes mecánicos  72,24 € 
Coste total instalaciones, equipos y material adicional  141,60 € 
Coste total otros materiales del proyecto  47,20 € 
Coste total trabajos realizados  21122 € 
 Coste Total 21465,52 € 
 
El coste total del proyecto asciende a 21465,52 €. En el caso de que este 
proyecto fuera encargado a una empresa, o se le quisiera vender a un fabricante, 
al coste anterior se le debería añadir el IVA y el beneficio que quisiéramos 
obtener. Si suponemos que este beneficio es del 10% sobre el valor total del 
proyecto, obtendremos el precio de venta final que seria el siguiente. 
 
Tabla 7. Coste total precio de venta. 
Descripción  Total 
Coste total del proyecto  21465,52 € 
I.V.A (18%)  3863,79 € 
Beneficios (10%)  2532,93 € 
 Precio de Venta 27862,24 € 
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El precio de venta obtenido asciende a 27862,24 € en el cual estaría incluido: 
• 2 sondas de temperatura. 
• 2 dispositivos finales + programas µCs. 
• 1 coordinador + programa µC. 
• 1 software SCADA con acceso web para los 2 dispositivos finales. 
 
 
CAPITULO 2: 
COSTE DE UNA 
PRODUCCIÓN SERIADA 
En esta sección del proyecto pretendemos determinar el precio de venta al 
público en caso de que la red inalámbrica quisiera ser fabricada en serie en un 
número limitado de unidades. 
Para que los costes del proyecto puedan se amortizados sin aumentar de forma 
desmedida el precio final del producto haría falta realizar una serie de 500 
unidades. Por lo cual, la amortización sobre una unidad producida del coste total 
del proyecto seria: 
 
  (1) 
 
Por lo que hace a los costes de los materiales, estos podrían ser adquiridos con 
un descuento del 38% si se realiza un pedido de 500 unidades. Este descuento 
ha sido calculado tomando como referencia el descuento que nos realiza el 
27862,24
55,72€
500
unidad
unidades
CosteTotal
Amortización
Número
= = =
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proveedor en los componentes más caros del proyecto. Por lo tanto, los costes 
totales de los materiales serian los siguientes. 
 
  (2) 
 
Si a los dos costes anteriores añadimos el valor referente al tiempo dedicado a 
realizar el montaje del hardware y la verificación del funcionamiento, 
obtendremos el coste total por unidad. 
Tabla 8. Coste total por unidad. 
Horas Descripción  PVP unidad Total 
3 Montaje en serie del hardware  20,00 60,00 
1 Revisión seriada correcto funcionamiento hardware  20,00 20,00 
1 Importe de material  95,93 95,93 
1 Amortización sobre una unidad coste total proyecto  55,72 55,72 
  Coste Total 231,65 € 
 
Para vender el producto haría falta añadir al coste total el importe del IVA y el 
porcentaje del beneficio que se quisiera obtener. Si consideramos este 
porcentaje de un 10% sobre el valor total del producto, obtendremos el valor del 
precio de venta al público. 
Tabla 9. Precio de venta al público. 
Descripción  Total 
Coste total unitario  231,65 € 
I.V.A (18%)  41,7 € 
Beneficios (10%)  27,34 € 
 Precio de Venta 300,7 € 
 
El precio de venta obtenido por producción seriada asciende a 300,7 € en el cual 
estaría incluido: 
• 2 sondas de temperatura. 
• 2 dispositivos finales + programación µC. 
• 1 coordinador + programación µC. 
• 1 software SCADA con acceso web para los 2 dispositivos finales. 
 
cos cos( ) 0,62 (82, 48 72,24) 0,62 95,93€Materiales Electroni MecaniCostes Costes Costes= + ⋅ = + ⋅ =
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CAPITULO 1: 
CÓDIGOS 
 
1.1. Código SCADA 
 
#pragma once 
 
//------------------------------------------------------------------------------------
----------------------------------- 
//Modify this value to match the VID and PID in your USB device descriptor (in the USB 
firmware on the microcontroller). 
//This value is needed to "find" the COMx number provided by the USB device. 
//If the human user already knows the proper COMx number, then it is not required to 
know 
//the VID/PID.  If the human user doesn't know the COMx number, then it is possible 
for 
//this software to find the COMx number dynamically, by using the VID/PID of the USB 
device. 
 
//Use the formatting: "Vid_xxxx&Pid_xxxx" where xxxx is a 16-bit hexadecimal number. 
 
#define MY_DEVICE_ID  "Vid_04d8&Pid_000a" 
 
//------------------------------------------------------------------------------------
----------------------------------- 
 
#include <windows.h> //Defines datatypes and other things needed for using the 
setupapi.dll functions. 
#include <setupapi.h> //Definitions useful for using the setupapi.dll functions. 
/**/#include <iostream> 
 
/**/using namespace std; 
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namespace ComunicacionVCUSB{ 
 
/// <summary> 
/// Resumen de Form1 
////////////////////////////////////////////////////////////////////////////////////// 
//             
// 
// Programa Scada para conectar mediante USB el PC y el PIC18F4550b del Hardware  
//     coordinador  
//             
//  
// Creadores: David López Antón & Sergio Gala Trallero     
//     Proyecto Final Carrera Ingenieria Tecnica Industrial Especialidad Electronica 
// 
//    UPC Barcelona        
// 
//    Enero 2012        
// 
//             
////////////////////////////////////////////////////////////////////////////////////// 
/// </summary> 
 
/// <summary> 
/// Summary for Form1 
/// 
/// WARNING: If you change the name of this class, you will need to change the 
///         'Resource File Name' property for the managed resource compiler tool 
///          associated with all .resx files this class depends on.  Otherwise, 
///          the designers will not be able to interact properly with localized 
///          resources associated with this form. 
/// </summary> 
 
 using namespace System; 
 using namespace System::ComponentModel; 
 using namespace System::Collections; 
 using namespace System::Windows::Forms; 
 using namespace System::Data; 
 using namespace System::Drawing; 
 using namespace System::Threading; 
 using namespace System::Runtime::InteropServices;  //Need this to support  
           //"unmanaged" code. 
 using namespace Odbc; 
 
 #ifdef UNICODE 
 #define Seeifdef Unicode 
 #else 
 #define Seeifdef Ansi 
 #endif 
 
 
 
//Returns a HDEVINFO type for a device information set (USB devices in 
//our case).  We will need the HDEVINFO as in input parameter for calling many of 
//the other SetupDixxx() functions. 
[DllImport("setupapi.dll" , CharSet = CharSet::Seeifdef, 
DntryPoint="SetupDiGetClassDevs", CallingConvention=CallingConvention::Winapi)] 
  
extern "C" HDEVINFO  SetupDiGetClassDevsUM( 
 LPGUID  ClassGuid, //Input: Supply the class GUID here.  
 PCTSTR  Enumerator, //Input: Use NULL here, not important for our purposes 
 HWND  hwndParent, //Input: Use NULL here, not important for our purposes 
 DWORD  Flags); //Input: Flags describing what kind of filtering to use. 
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//Gives us "PSP_DEVICE_INTERFACE_DATA" which contains the Interface specific GUID 
//(different from class GUID).  We need the interface GUID to get the device path. 
[DllImport("setupapi.dll" , CharSet = CharSet::Seeifdef, 
DntryPoint="SetupDiEnumDeviceInterfaces", 
CallingConvention=CallingConvention::Winapi)]  
    
extern "C" WINSETUPAPI BOOL WINAPI  SetupDiEnumDeviceInterfacesUM(HDEVINFO  
DeviceInfoSet, //Input: Give it the HDEVINFO we got from  
   //SetupDiGetClassDevs() 
PSP_DEVINFO_DATA  DeviceInfoData, //Input (optional) 
 LPGUID  InterfaceClassGuid, //Input  
 DWORD  MemberIndex,   //Input: "Index" of the device you are  
      //interested in getting the path for. 
 PSP_DEVICE_INTERFACE_DATA  DeviceInterfaceData);  
//Output: This function fills in an "SP_DEVICE_INTERFACE_DATA" structure. 
 
 
 
//SetupDiDestroyDeviceInfoList() frees up memory by destroying a DeviceInfoList 
[DllImport("setupapi.dll" , CharSet = CharSet::Seeifdef, 
EntryPoint="SetupDiDestroyDeviceInfoList",CallingConvention=CallingConvention::Winapi)
] 
 extern "C" WINSETUPAPI BOOL WINAPI  SetupDiDestroyDeviceInfoListUM(  
 HDEVINFO  DeviceInfoSet);    
//Input: Give it a handle to a device info list to deallocate from RAM. 
 
 
 
//SetupDiEnumDeviceInfo() fills in an "SP_DEVINFO_DATA" structure, which we need for 
SetupDiGetDeviceRegistryProperty() 
[DllImport("setupapi.dll" , CharSet = CharSet::Seeifdef, 
EntryPoint="SetupDiEnumDeviceInfo", CallingConvention=CallingConvention::Winapi)] 
  
extern "C" WINSETUPAPI BOOL WINAPI  SetupDiEnumDeviceInfoUM( 
 HDEVINFO  DeviceInfoSet,DWORD  MemberIndex,PSP_DEVINFO_DATA  DeviceInfoData); 
 
 
 
//SetupDiGetDeviceRegistryProperty() gives us the hardware ID, which we use to check 
to see if it has matching VID/PID 
[DllImport("setupapi.dll" , CharSet = CharSet::Seeifdef, 
EntryPoint="SetupDiGetDeviceRegistryProperty", 
CallingConvention=CallingConvention::Winapi)] 
 extern "C" WINSETUPAPI BOOL WINAPI  SetupDiGetDeviceRegistryPropertyUM( 
  HDEVINFO  DeviceInfoSet, 
  PSP_DEVINFO_DATA  DeviceInfoData, 
  DWORD  Property, 
  PDWORD  PropertyRegDataType, 
  PBYTE  PropertyBuffer,    
  DWORD  PropertyBufferSize,   
  PDWORD  RequiredSize); 
 
 
 
//SetupDiGetDeviceInterfaceDetail() gives us a device path, which is needed before 
CreateFile() can be used. 
[DllImport("setupapi.dll" , CharSet = CharSet::Seeifdef, 
EntryPoint="SetupDiGetDeviceInterfaceDetail", 
CallingConvention=CallingConvention::Winapi)] 
 
 extern "C" BOOL SetupDiGetDeviceInterfaceDetailUM(HDEVINFO DeviceInfoSet,
 //Input: Wants HDEVINFO which can be obtained from SetupDiGetClassDevs() 
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  PSP_DEVICE_INTERFACE_DATA DeviceInterfaceData,   
 //Input: Pointer to an structure which defines the device interface.   
  PSP_DEVICE_INTERFACE_DETAIL_DATA DeviceInterfaceDetailData,  
//Output: Pointer to a strucutre, which will contain the device path. 
  DWORD DeviceInterfaceDetailDataSize,     
 //Input: Number of bytes to retrieve. 
  PDWORD RequiredSize,        
 //Output (optional): Te number of bytes needed to hold the entire struct  
  PSP_DEVINFO_DATA DeviceInfoData);      
 //Output 
 
 
//Note: This function is only supported in Windows Server 2003 and later (not 
implemented in XP). 
//It is uncertain if this function could be used to re-initialize a "Status: Attached 
but broken." device. 
[DllImport("setupapi.dll" , CharSet = CharSet::Seeifdef, 
EntryPoint="SetupDiRestartDevices", CallingConvention=CallingConvention::Winapi)] 
     
 extern "C" BOOL WINAPI SetupDiRestartDevices(HDEVINFO  DeviceInfoSet, 
     PSP_DEVINFO_DATA  DeviceInfoData); 
 
 //State tracking variables. 
 BOOL DeviceAttachedState = FALSE; 
 BOOL OldDeviceAttachedState = FALSE; 
 
 public ref class Form1 : public System::Windows::Forms::Form 
 { 
 
 
 /////////////////////////////////////////////////////////////// 
 //         //  
 //         // 
 // DEFINICION DE VARIABLES GLOBALES DEL PROGRAMA  // 
 //         //  
 //         // 
 /////////////////////////////////////////////////////////////// 
 
static int numPorts = 0; 
  
static int Sonda1 = 0;   //Variable que indica el estado de la  
      //Sonda1. 
static int Sonda1Escrita = 0; //Variable que indica que hemos escrito 
//los textBox de la Sonda1. 
static int CambioBateriaSonda1=0;  //Variable que indica el estado de la  
       //bateria de la Sonda1. 
static int BufferBarraSonda1 = 0; //Variable que almacena temporalmente 
//el valor de la 't' BarraSonda1. 
static int BufferBarraAmbiente1 = 0; //Variable que almacena temporalmente 
//el valor  de la 't' BarraAmbiente1. 
static int BufferBarraTension1 = 0; //Variable que almacena temporalmente 
//el valor de la 't' BarraTension1. 
Static float BateriaSonda1 = 0; //Variable que almacena el valor del 
//estado de la bateria de la Sonda1. 
 
static int Sonda2 = 0;   //Variable que indica el estado de la  
      // Sonda2. 
static int Sonda2Escrita = 0;  //Variable que indica que hemos escrito  
       // los textBox de la Sonda2. 
static int CambioBateriaSonda2 = 0; //Variable que indica el estado de la 
//bateria de la Sonda2. 
static int BufferBarraSonda2 = 0; //Variable que almacena temporalmente 
//el valor de la 't' BarraSonda2. 
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static int BufferBarraAmbiente2 = 0; //Variable que almacena temporalmente 
//el valor de la 't' BarraAmbiente2. 
static int BufferBarraTension2 = 0; //Variable que almacena temporalmente 
//el valor de la 't' BarraTension2. 
 static float BateriaSonda2 = 0;  //Variable que almacena el valor del  
//estado de la bateria de la Sonda2. 
 
static int COMActivado = 0; //Variable que indica el estado del 
//coordinador. 
  
unsigned char DatoEnviado; //Variable que identifica que Sonda ha 
//enviado los datos. 
  
 private: System::Windows::Forms::GroupBox^  groupBox1; 
 private: System::Windows::Forms::GroupBox^  groupBox4; 
 private: System::Windows::Forms::GroupBox^  groupBox5; 
 private: System::Windows::Forms::GroupBox^  groupBox6; 
 private: System::Windows::Forms::GroupBox^  groupBox7; 
 private: System::Windows::Forms::TextBox^  textDatosRecibidosSonda1Ambiente; 
 private: System::Windows::Forms::TextBox^  textDatosRecibidosSonda1Tension; 
 private: System::Windows::Forms::ProgressBar^  progressBarSonda1Ambiente; 
 private: System::Windows::Forms::ProgressBar^  progressBarSonda1Tension; 
 private: System::Windows::Forms::Button^  buttonOnSonda1; 
 private: System::Windows::Forms::Button^  buttonOffSonda1; 
 private: System::Windows::Forms::Label^  COMStatus_lbl; 
 private: Microsoft::VisualBasic::PowerPacks::ShapeContainer^  shapeContainer2; 
 private: System::Windows::Forms::GroupBox^  groupBox2; 
 private: System::Windows::Forms::Button^  buttonOffSonda2; 
 private: System::Windows::Forms::Button^  buttonOnSonda2; 
 private: System::Windows::Forms::GroupBox^  groupBox3; 
 private: System::Windows::Forms::ProgressBar^  progressBarSonda2Tension; 
 private: System::Windows::Forms::TextBox^  textDatosRecibidosSonda2Tension; 
 private: System::Windows::Forms::GroupBox^  groupBox8; 
 private: System::Windows::Forms::GroupBox^  groupBox9; 
 private: System::Windows::Forms::ProgressBar^  progressBarSonda2Sonda; 
 private: System::Windows::Forms::TextBox^  textDatosRecibidosSonda2Sonda; 
 private: System::Windows::Forms::GroupBox^  groupBox10; 
 private: System::Windows::Forms::TextBox^  textDatosRecibidosSonda2Ambiente; 
 private: System::Windows::Forms::ProgressBar^  progressBarSonda2Ambiente; 
 private: Microsoft::VisualBasic::PowerPacks::ShapeContainer^  shapeContainer1; 
 private: Microsoft::VisualBasic::PowerPacks::OvalShape^  ovalShapeSonda2; 
 private: System::Windows::Forms::Timer^  timer4; 
 private: System::Windows::Forms::Button^  t1Sonda1; 
 private: System::Windows::Forms::Button^  t2Sonda1; 
 private: System::Windows::Forms::Button^  t3Sonda1; 
 private: System::Windows::Forms::Button^  t4Sonda1; 
 private: System::Windows::Forms::Button^  t5Sonda1; 
 private: System::Windows::Forms::Button^  t5Sonda2; 
 private: System::Windows::Forms::Button^  t4Sonda2; 
 private: System::Windows::Forms::Button^  t3Sonda2; 
 private: System::Windows::Forms::Button^  t1Sonda2; 
 private: System::Windows::Forms::Button^  t2Sonda2; 
 private: System::Windows::Forms::Timer^  timer3; 
 
 private: System::Windows::Forms::GroupBox^  groupBox11; 
 
 
 private: Microsoft::VisualBasic::PowerPacks::RectangleShape^  
rectangleShapeSonda1Adquisicion; 
 
 
 
 
 private: System::Windows::Forms::Timer^  timer5; 
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 private: System::Windows::Forms::GroupBox^  groupBox13; 
 private: Microsoft::VisualBasic::PowerPacks::ShapeContainer^  shapeContainer5; 
 private: Microsoft::VisualBasic::PowerPacks::RectangleShape^  
rectangleShapeBateriaSonda1; 
 
 private: Microsoft::VisualBasic::PowerPacks::ShapeContainer^  shapeContainer4; 
 private: System::Windows::Forms::Timer^  timer6; 
 private: System::Windows::Forms::Timer^  timer7; 
 private: System::Windows::Forms::GroupBox^  groupBox12; 
 private: Microsoft::VisualBasic::PowerPacks::ShapeContainer^  shapeContainer3; 
 private: Microsoft::VisualBasic::PowerPacks::RectangleShape^  
rectangleShapeBateriaSonda2; 
 private: System::Windows::Forms::GroupBox^  groupBox14; 
 private: Microsoft::VisualBasic::PowerPacks::ShapeContainer^  shapeContainer6; 
 private: Microsoft::VisualBasic::PowerPacks::RectangleShape^  
rectangleShapeSonda2Adquisicion; 
 
 private: Microsoft::VisualBasic::PowerPacks::OvalShape^  ovalShapeSonda1; 
 private: System::Windows::Forms::Label^  COMStatus2_lbl; 
 
 
 
 
 
 
 
 
 
 
 
//Create a delegate function for this thread that will take 
//  in a string and will write it to the txtDataReceived textbox 
 
 delegate void SetTextCallback(String^ text); 
  
 public: 
/**/  OdbcConnection ^myConnection; 
  Form1(void) 
  { 
   InitializeComponent();      // 
Inicializamos componentes 
   // 
   //TODO: agregar código de constructor aquí 
   // 
  } 
 
 protected: 
  /// <summary> 
  /// Limpiar los recursos que se estén utilizando. 
  /// </summary> 
 
  ~Form1() 
  { 
   if (components) 
   { 
    delete components; 
   } 
  } 
  
 protected:  
  
 private: System::Windows::Forms::TextBox^  textDatosRecibidosSonda1Sonda; 
private: System::IO::Ports::SerialPort^  serialPort; 
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 private: System::Windows::Forms::Timer^  timer2; 
 private: System::Windows::Forms::ProgressBar^  progressBarSonda1Sonda; 
 private: System::Windows::Forms::Timer^  timer1; 
 private: System::ComponentModel::IContainer^  components; 
 
 private: 
  /// <summary> 
  /// Variable del diseñador requerida. 
  /// </summary> 
 
#pragma region Windows Form Designer generated code 
 /// <summary> 
 /// Método necesario para admitir el Diseñador. No se puede modificar 
 /// el contenido del método con el editor de código. 
 /// </summary> 
 void InitializeComponent(void) 
 { 
  this->components = (gcnew System::ComponentModel::Container()); 
  this->textDatosRecibidosSonda1Sonda = (gcnew  
  System::Windows::Forms::TextBox()); 
  this->serialPort = (gcnew System::IO::Ports::SerialPort(this 
  ->components)); 
  this->timer2 = (gcnew System::Windows::Forms::Timer(this->components)); 
  this->progressBarSonda1Sonda = (gcnew  
  System::Windows::Forms::ProgressBar()); 
  this->timer1 = (gcnew System::Windows::Forms::Timer(this->components)); 
  this->groupBox1 = (gcnew System::Windows::Forms::GroupBox()); 
  this->groupBox4 = (gcnew System::Windows::Forms::GroupBox()); 
  this->textDatosRecibidosSonda1Ambiente = (gcnew 
  System::Windows::Forms::TextBox());  
  this->progressBarSonda1Ambiente = (gcnew  
  System::Windows::Forms::ProgressBar()); 
  this->groupBox5 = (gcnew 
  System::Windows::Forms::GroupBox()); 
  this->groupBox13 = (gcnew System::Windows::Forms::GroupBox()); 
  this->shapeContainer5 = (gcnew  
  Microsoft::VisualBasic::PowerPacks::ShapeContainer()); 
  this->rectangleShapeBateriaSonda1 = (gcnew  
  Microsoft::VisualBasic::PowerPacks::RectangleShape()); 
  this->groupBox11 = (gcnew System::Windows::Forms::GroupBox()); 
  this->shapeContainer4 = (gcnew  
  Microsoft::VisualBasic::PowerPacks::ShapeContainer()); 
  this->rectangleShapeSonda1Adquisicion = (gcnew  
Microsoft::VisualBasic::PowerPacks::RectangleShape()); 
  this->buttonOffSonda1 = (gcnew System::Windows::Forms::Button()); 
  this->buttonOnSonda1 = (gcnew System::Windows::Forms::Button()); 
  this->groupBox7 = (gcnew System::Windows::Forms::GroupBox()); 
  this->progressBarSonda1Tension = (gcnew  
  System::Windows::Forms::ProgressBar()); 
  this->textDatosRecibidosSonda1Tension = (gcnew  
  System::Windows::Forms::TextBox()); 
 
  this->groupBox6 = (gcnew System::Windows::Forms::GroupBox()); 
  this->t5Sonda1 = (gcnew System::Windows::Forms::Button()); 
  this->t4Sonda1 = (gcnew System::Windows::Forms::Button()); 
  this->t3Sonda1 = (gcnew System::Windows::Forms::Button()); 
  this->t1Sonda1 = (gcnew System::Windows::Forms::Button()); 
  this->t2Sonda1 = (gcnew System::Windows::Forms::Button()); 
 
  this->shapeContainer2 = (gcnew  
  Microsoft::VisualBasic::PowerPacks::ShapeContainer()); 
  this->ovalShapeSonda1 = (gcnew  
  Microsoft::VisualBasic::PowerPacks::OvalShape()); 
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  this->COMStatus_lbl = (gcnew System::Windows::Forms::Label()); 
  this->groupBox2 = (gcnew System::Windows::Forms::GroupBox()); 
  this->groupBox12 = (gcnew System::Windows::Forms::GroupBox()); 
  this->shapeContainer3 = (gcnew  
  Microsoft::VisualBasic::PowerPacks::ShapeContainer()); 
  this->rectangleShapeBateriaSonda2 = (gcnew  
  Microsoft::VisualBasic::PowerPacks::RectangleShape()); 
  this->groupBox14 = (gcnew System::Windows::Forms::GroupBox()); 
  this->shapeContainer6 = (gcnew  
  Microsoft::VisualBasic::PowerPacks::ShapeContainer()); 
  this->rectangleShapeSonda2Adquisicion = (gcnew  
  Microsoft::VisualBasic::PowerPacks::RectangleShape()); 
  this->buttonOffSonda2 = (gcnew System::Windows::Forms::Button()); 
  this->buttonOnSonda2 = (gcnew System::Windows::Forms::Button()); 
  this->groupBox3 = (gcnew System::Windows::Forms::GroupBox()); 
  this->progressBarSonda2Tension = (gcnew  
  System::Windows::Forms::ProgressBar()); 
  this->textDatosRecibidosSonda2Tension = (gcnew  
  System::Windows::Forms::TextBox()); 
  this->groupBox8 = (gcnew System::Windows::Forms::GroupBox()); 
  this->t5Sonda2 = (gcnew System::Windows::Forms::Button()); 
  this->t4Sonda2 = (gcnew System::Windows::Forms::Button()); 
  this->t3Sonda2 = (gcnew System::Windows::Forms::Button()); 
  this->t1Sonda2 = (gcnew System::Windows::Forms::Button()); 
  this->t2Sonda2 = (gcnew System::Windows::Forms::Button()); 
  this->groupBox9 = (gcnew System::Windows::Forms::GroupBox()); 
  this->progressBarSonda2Sonda = (gcnew  
  System::Windows::Forms::ProgressBar()); 
  this->textDatosRecibidosSonda2Sonda = (gcnew  
  System::Windows::Forms::TextBox()); 
  this->groupBox10 = (gcnew System::Windows::Forms::GroupBox()); 
  this->textDatosRecibidosSonda2Ambiente = (gcnew  
  System::Windows::Forms::TextBox()); 
  this->progressBarSonda2Ambiente = (gcnew  
  System::Windows::Forms::ProgressBar()); 
  this->shapeContainer1 = (gcnew  
  Microsoft::VisualBasic::PowerPacks::ShapeContainer()); 
  this->ovalShapeSonda2 = (gcnew  
  Microsoft::VisualBasic::PowerPacks::OvalShape()); 
  this->timer4 = (gcnew System::Windows::Forms::Timer(this->components)); 
  this->timer3 = (gcnew System::Windows::Forms::Timer(this->components)); 
  this->timer5 = (gcnew System::Windows::Forms::Timer(this->components)); 
  this->timer6 = (gcnew System::Windows::Forms::Timer(this->components)); 
  this->timer7 = (gcnew System::Windows::Forms::Timer(this->components)); 
  this->COMStatus2_lbl = (gcnew System::Windows::Forms::Label()); 
  this->groupBox1->SuspendLayout(); 
  this->groupBox4->SuspendLayout(); 
  this->groupBox5->SuspendLayout(); 
  this->groupBox13->SuspendLayout(); 
  this->groupBox11->SuspendLayout(); 
  this->groupBox7->SuspendLayout(); 
  this->groupBox6->SuspendLayout(); 
  this->groupBox2->SuspendLayout(); 
  this->groupBox12->SuspendLayout(); 
  this->groupBox14->SuspendLayout(); 
  this->groupBox3->SuspendLayout(); 
  this->groupBox8->SuspendLayout(); 
  this->groupBox9->SuspendLayout(); 
  this->groupBox10->SuspendLayout(); 
  this->SuspendLayout(); 
  //  
  // tex DatosRecibidosSonda1Sonda 
  //  
  this->textDatosRecibidosSonda1Sonda->Location = System::Drawing::Point(7,  
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  46); 
  this->textDatosRecibidosSonda1Sonda->Multiline = true; 
  this->textDatosRecibidosSonda1Sonda->Name =  
  L"textDatosRecibidosSonda1Sonda"; 
  this->textDatosRecibidosSonda1Sonda->Size = System::Drawing::Size(173, 
  21); 
  this->textDatosRecibidosSonda1Sonda->TabIndex = 11; 
  //  
  // serialPort 
  //  
  this->serialPort->DtrEnable = true; 
  this->serialPort->PortName = L"COM4"; 
  this->serialPort->ReadBufferSize = 128; 
  this->serialPort->RtsEnable = true; 
  this->serialPort->WriteBufferSize = 4096; 
  this->serialPort->DataReceived += gcnew  
  System::IO::Ports::SerialDataReceivedEventHandler(this,  
  Form1::serialPort_DatosRecibidos);  
  //  
  // timer2 
  //  
  this->timer2->Enabled = true; 
  this->timer2->Interval = 50; 
  this->timer2->Tick += gcnew System::EventHandler(this,  
  &Form1::timer2_Tick); 
  //  
  // progressBarSonda1Sonda 
  //  
  this->progressBarSonda1Sonda->Location = System::Drawing::Point(7, 19); 
  this->progressBarSonda1Sonda->Maximum = 255; 
  this->progressBarSonda1Sonda->Name = L"progressBarSonda1Sonda"; 
  this->progressBarSonda1Sonda->Size = System::Drawing::Size(173, 23); 
  this->progressBarSonda1Sonda->Step = 1; 
  this->progressBarSonda1Sonda->TabIndex = 14; 
  //  
  // timer1 
  //  
  this->timer1->Enabled = true; 
  this->timer1->Interval = 1; 
  this->timer1->Tick += gcnew System::EventHandler(this,  
  &Form1::timer1_Tick); 
  //  
  // groupBox1 
  //  
  this->groupBox1->Controls->Add(this->progressBarSonda1Sonda); 
  this->groupBox1->Controls->Add(this->textDatosRecibidosSonda1Sonda); 
  this->groupBox1->Location = System::Drawing::Point(8, 196); 
  this->groupBox1->Name = L"groupBox1"; 
  this->groupBox1->Size = System::Drawing::Size(186, 74); 
  this->groupBox1->TabIndex = 15; 
  this->groupBox1->TabStop = false; 
  this->groupBox1->Text = L"Temperatura Sonda (AN0) "; 
  //  
  // groupBox4 
  //  
  this->groupBox4->Controls->Add(this->textDatosRecibidosSonda1Ambiente); 
  this->groupBox4->Controls->Add(this->progressBarSonda1Ambiente); 
  this->groupBox4->Location = System::Drawing::Point(8, 276); 
  this->groupBox4->Name = L"groupBox4"; 
  this->groupBox4->Size = System::Drawing::Size(186, 74); 
  this->groupBox4->TabIndex = 18; 
  this->groupBox4->TabStop = false; 
  this->groupBox4->Text = L"Temperatura Dispositivo (AN1)"; 
  //  
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  // textDatosRecibidosSonda1Ambiente 
  //  
  this->textDatosRecibidosSonda1Ambiente->Location =  
  System::Drawing::Point(7, 46); 
  this->textDatosRecibidosSonda1Ambiente->Multiline = true; 
  this->textDatosRecibidosSonda1Ambiente->Name =  
  L"textDatosRecibidosSonda1Ambiente"; 
  this->textDatosRecibidosSonda1Ambiente->Size = System::Drawing::Size(173,  
  21); 
  this->textDatosRecibidosSonda1Ambiente->TabIndex = 19; 
  // 
  // progressBarSonda1Ambiente 
  //  
  this->progressBarSonda1Ambiente->Location = System::Drawing::Point(7,  
  19); 
  this->progressBarSonda1Ambiente->Maximum = 255; 
  this->progressBarSonda1Ambiente->Name = L"progressBarSonda1Ambiente"; 
  this->progressBarSonda1Ambiente->Size = System::Drawing::Size(173, 23); 
  this->progressBarSonda1Ambiente->Step = 1; 
  this->progressBarSonda1Ambiente->TabIndex = 14; 
  //  
  // groupBox5 
  //  
  this->groupBox5->Controls->Add(this->groupBox13); 
  this->groupBox5->Controls->Add(this->groupBox11); 
  this->groupBox5->Controls->Add(this->buttonOffSonda1); 
  this->groupBox5->Controls->Add(this->buttonOnSonda1); 
  this->groupBox5->Controls->Add(this->groupBox7); 
  this->groupBox5->Controls->Add(this->groupBox6); 
  this->groupBox5->Controls->Add(this->groupBox1); 
  this->groupBox5->Controls->Add(this->groupBox4); 
  this->groupBox5->Controls->Add(this->shapeContainer2); 
  this->groupBox5->Location = System::Drawing::Point(57, 12); 
  this->groupBox5->Name = L"groupBox5"; 
  this->groupBox5->Size = System::Drawing::Size(200, 440); 
  this->groupBox5->TabIndex = 19; 
  this->groupBox5->TabStop = false; 
  this->groupBox5->Text = L"Dispositivo Final 1"; 
   
//  
  // groupBox13 
  //  
  this->groupBox13->Controls->Add(this->shapeContainer5); 
  this->groupBox13->Location = System::Drawing::Point(105, 149); 
  this->groupBox13->Name = L"groupBox13"; 
  this->groupBox13->Size = System::Drawing::Size(89, 41); 
  this->groupBox13->TabIndex = 23; 
  this->groupBox13->TabStop = false; 
  this->groupBox13->Text = L"Est. Batería"; 
   
//  
  // shapeContainer5 
  //  
  this->shapeContainer5->Location = System::Drawing::Point(3, 16); 
  this->shapeContainer5->Margin = System::Windows::Forms::Padding(0); 
  this->shapeContainer5->Name = L"shapeContainer5"; 
  this->shapeContainer5->Shapes->AddRange(gcnew cli::array<  
  Microsoft::VisualBasic::PowerPacks::Shape^  >(1) {this- 
  >rectangleShapeBateriaSonda1}); 
  this->shapeContainer5->Size = System::Drawing::Size(83, 22); 
  this->shapeContainer5->TabIndex = 0; 
  this->shapeContainer5->TabStop = false; 
   
//  
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  // rectangleShapeBateriaSonda1 
  //  
  this->rectangleShapeBateriaSonda1->FillColor =  
  System::Drawing::Color::Red; 
  this->rectangleShapeBateriaSonda1->FillStyle =  
  Microsoft::VisualBasic::PowerPacks::FillStyle::Solid; 
  this->rectangleShapeBateriaSonda1->Location = System::Drawing::Point(26,  
  2); 
  this->rectangleShapeBateriaSonda1->Name = L"rectangleShapeBateriaSonda1"; 
  this->rectangleShapeBateriaSonda1->Size = System::Drawing::Size(33, 13); 
  //  
  // groupBox11 
  //  
  this->groupBox11->Controls->Add(this->shapeContainer4); 
  this->groupBox11->Location = System::Drawing::Point(8, 149); 
  this->groupBox11->Name = L"groupBox11"; 
  this->groupBox11->Size = System::Drawing::Size(89, 41); 
  this->groupBox11->TabIndex = 22; 
  this->groupBox11->TabStop = false; 
  this->groupBox11->Text = L"Adq. Datos"; 
  //  
  // shapeContainer4 
  //  
  this->shapeContainer4->Location = System::Drawing::Point(3, 16); 
  this->shapeContainer4->Margin = System::Windows::Forms::Padding(0); 
  this->shapeContainer4->Name = L"shapeContainer4"; 
  this->shapeContainer4->Shapes->AddRange(gcnew cli::array<  
  Microsoft::VisualBasic::PowerPacks::Shape^  >(1) {this- 
  >rectangleShapeSonda1Adquisicion}); 
  this->shapeContainer4->Size = System::Drawing::Size(83, 22); 
  this->shapeContainer4->TabIndex = 0; 
  this->shapeContainer4->TabStop = false; 
  //  
  // rectangleShapeSonda1Adquisicion 
  //  
  this->rectangleShapeSonda1Adquisicion->FillColor = 
System::Drawing::Color::Red; 
this->rectangleShapeSonda1Adquisicion->FillStyle = 
Microsoft::VisualBasic::PowerPacks::FillStyle::Solid; 
  this->rectangleShapeSonda1Adquisicion->Location =  
  System::Drawing::Point(24, 2); 
  this->rectangleShapeSonda1Adquisicion->Name =  
  L"rectangleShapeSonda1Adquisicion"; 
  this->rectangleShapeSonda1Adquisicion->Size = System::Drawing::Size(33,  
  13);  
 
//  
  // buttonOffSonda1 
  //  
  this->buttonOffSonda1->BackColor = System::Drawing::Color::Red; 
  this->buttonOffSonda1->Enabled = false; 
  this->buttonOffSonda1->Location = System::Drawing::Point(129, 25); 
  this->buttonOffSonda1->Name = L"buttonOffSonda1"; 
  this->buttonOffSonda1->Size = System::Drawing::Size(41, 31); 
  this->buttonOffSonda1->TabIndex = 2; 
  this->buttonOffSonda1->Text = L"OFF"; 
  this->buttonOffSonda1->UseVisualStyleBackColor = false; 
this->buttonOffSonda1->Click += gcnew System::EventHandler(this, 
&Form1::buttonOffSonda1_Click); 
    
//  
  // buttonOnSonda1 
  //  
  this->buttonOnSonda1->BackColor = System::Drawing::Color::Green; 
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  this->buttonOnSonda1->Enabled = false; 
  this->buttonOnSonda1->Location = System::Drawing::Point(75, 25); 
  this->buttonOnSonda1->Name = L"buttonOnSonda1"; 
  this->buttonOnSonda1->Size = System::Drawing::Size(41, 31); 
  this->buttonOnSonda1->TabIndex = 0; 
  this->buttonOnSonda1->Text = L"ON"; 
  this->buttonOnSonda1->UseVisualStyleBackColor = false; 
this->buttonOnSonda1->Click += gcnew System::EventHandler(this, 
&Form1::buttonOnSonda1_Click); 
   
//  
  // groupBox7 
  //  
  this->groupBox7->Controls->Add(this->progressBarSonda1Tension); 
  this->groupBox7->Controls->Add(this->textDatosRecibidosSonda1Tension); 
  this->groupBox7->Location = System::Drawing::Point(8, 356); 
  this->groupBox7->Name = L"groupBox7"; 
  this->groupBox7->Size = System::Drawing::Size(186, 74); 
  this->groupBox7->TabIndex = 21; 
  this->groupBox7->TabStop = false; 
  this->groupBox7->Text = L"Tensión Batería"; 
    
//  
  // progressBarSonda1Tension 
  //  
  this->progressBarSonda1Tension->Location = System::Drawing::Point(7, 19); 
  this->progressBarSonda1Tension->Maximum = 255; 
  this->progressBarSonda1Tension->Name = L"progressBarSonda1Tension"; 
  this->progressBarSonda1Tension->Size = System::Drawing::Size(173, 23); 
  this->progressBarSonda1Tension->Step = 1; 
  this->progressBarSonda1Tension->TabIndex = 20; 
  //  
  // textDatosRecibidosSonda1Tension 
  //  
  this->textDatosRecibidosSonda1Tension->Location = q   
  System::Drawing::Point(7, 47); 
  this->textDatosRecibidosSonda1Tension->Multiline = true; 
this->textDatosRecibidosSonda1Tension->Name = 
L"textDatosRecibidosSonda1Tension"; 
  this->textDatosRecibidosSonda1Tension->Size = System::Drawing::Size(173,  
  21); 
  this->textDatosRecibidosSonda1Tension->TabIndex = 21; 
    
//  
  // groupBox6 
  //  
  this->groupBox6->Controls->Add(this->t5Sonda1); 
  this->groupBox6->Controls->Add(this->t4Sonda1); 
  this->groupBox6->Controls->Add(this->t3Sonda1); 
  this->groupBox6->Controls->Add(this->t1Sonda1); 
  this->groupBox6->Controls->Add(this->t2Sonda1); 
  this->groupBox6->Location = System::Drawing::Point(8, 62); 
  this->groupBox6->Name = L"groupBox6"; 
  this->groupBox6->Size = System::Drawing::Size(186, 81); 
  this->groupBox6->TabIndex = 19; 
  this->groupBox6->TabStop = false; 
  this->groupBox6->Text = L"Tiempo de Adquisición"; 
    
//  
  // t5Sonda1 
  //  
  this->t5Sonda1->BackColor = System::Drawing::Color::Gold; 
  this->t5Sonda1->Enabled = false; 
  this->t5Sonda1->Location = System::Drawing::Point(97, 49); 
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  this->t5Sonda1->Name = L"t5Sonda1"; 
  this->t5Sonda1->Size = System::Drawing::Size(48, 23); 
  this->t5Sonda1->TabIndex = 27; 
  this->t5Sonda1->Text = L"20 seg"; 
  this->t5Sonda1->UseVisualStyleBackColor = false; 
this->t5Sonda1->Click += gcnew System::EventHandler(this, 
&Form1::t5Sonda1_Click); 
    
//  
  // t4Sonda1 
  //  
  this->t4Sonda1->Enabled = false; 
  this->t4Sonda1->Location = System::Drawing::Point(43, 49); 
  this->t4Sonda1->Name = L"t4Sonda1"; 
  this->t4Sonda1->Size = System::Drawing::Size(48, 23); 
  this->t4Sonda1->TabIndex = 26; 
  this->t4Sonda1->Text = L"15 seg"; 
  this->t4Sonda1->UseVisualStyleBackColor = true; 
  this->t4Sonda1->Click += gcnew System::EventHandler(this,  
  &Form1::t4Sonda1_Click); 
 
  //  
  // t3Sonda1 
  //  
  this->t3Sonda1->Enabled = false; 
  this->t3Sonda1->Location = System::Drawing::Point(121, 20); 
  this->t3Sonda1->Name = L"t3Sonda1"; 
  this->t3Sonda1->Size = System::Drawing::Size(48, 23); 
  this->t3Sonda1->TabIndex = 25; 
  this->t3Sonda1->Text = L"10 seg"; 
  this->t3Sonda1->UseVisualStyleBackColor = true; 
  this->t3Sonda1->Click += gcnew System::EventHandler(this,  
  &Form1::t3Sonda1_Click); 
 
  //  
  // t1Sonda1 
  //  
  this->t1Sonda1->Enabled = false; 
  this->t1Sonda1->Location = System::Drawing::Point(13, 20); 
  this->t1Sonda1->Name = L"t1Sonda1"; 
  this->t1Sonda1->Size = System::Drawing::Size(48, 23); 
  this->t1Sonda1->TabIndex = 22; 
  this->t1Sonda1->Text = L"1 seg"; 
  this->t1Sonda1->UseVisualStyleBackColor = true; 
  this->t1Sonda1->Click += gcnew System::EventHandler(this, 
  &Form1::t1Sonda1_Click); 
    
//  
  // t2Sonda1 
  //  
  this->t2Sonda1->Enabled = false; 
  this->t2Sonda1->Location = System::Drawing::Point(67, 20); 
  this->t2Sonda1->Name = L"t2Sonda1"; 
  this->t2Sonda1->Size = System::Drawing::Size(48, 23); 
  this->t2Sonda1->TabIndex = 24; 
  this->t2Sonda1->Text = L"5 seg"; 
  this->t2Sonda1->UseVisualStyleBackColor = true; 
  this->t2Sonda1->Click += gcnew System::EventHandler(this,  
  Form1::t2Sonda1_Click); 
 
  //  
  // shapeContainer2 
  //  
  this->shapeContainer2->Location = System::Drawing::Point(3, 16); 
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  this->shapeContainer2->Margin = System::Windows::Forms::Padding(0); 
  this->shapeContainer2->Name = L"shapeContainer2"; 
  this->shapeContainer2->Shapes->AddRange(gcnew cli::array<  
  Microsoft::VisualBasic::PowerPacks::Shape^  >(1) {this 
  ->ovalShapeSonda1}); 
 
  this->shapeContainer2->Size = System::Drawing::Size(194, 421); 
  this->shapeContainer2->TabIndex = 20; 
  this->shapeContainer2->TabStop = false; 
    
//  
  // ovalShapeSonda1 
  //  
  this->ovalShapeSonda1->FillColor = System::Drawing::Color::Red; 
  this->ovalShapeSonda1->FillStyle =  
  Microsoft::VisualBasic::PowerPacks::FillStyle::Solid; 
  this->ovalShapeSonda1->Location = System::Drawing::Point(21, 11); 
  this->ovalShapeSonda1->Name = L"ovalShapeSonda1"; 
  this->ovalShapeSonda1->Size = System::Drawing::Size(23, 23); 
    
//  
  // COMStatus_lbl 
  //  
  this->COMStatus_lbl->AutoSize = true; 
  this->COMStatus_lbl->ForeColor = System::Drawing::Color::Red; 
  this->COMStatus_lbl->Location = System::Drawing::Point(12, 455); 
  this->COMStatus_lbl->Name = L"COMStatus_lbl"; 
  this->COMStatus_lbl->Size = System::Drawing::Size(246, 13); 
  this->COMStatus_lbl->TabIndex = 20; 
  this->COMStatus_lbl->Text = L"Estado coordinador: Desconocido o no  
  conectado"; 
  //  
  // groupBox2 
  //  
  this->groupBox2->Controls->Add(this->groupBox12); 
  this->groupBox2->Controls->Add(this->groupBox14); 
  this->groupBox2->Controls->Add(this->buttonOffSonda2); 
  this->groupBox2->Controls->Add(this->buttonOnSonda2); 
  this->groupBox2->Controls->Add(this->groupBox3); 
  this->groupBox2->Controls->Add(this->groupBox8); 
  this->groupBox2->Controls->Add(this->groupBox9); 
  this->groupBox2->Controls->Add(this->groupBox10); 
  this->groupBox2->Controls->Add(this->shapeContainer1); 
  this->groupBox2->Location = System::Drawing::Point(300, 12); 
  this->groupBox2->Name = L"groupBox2"; 
  this->groupBox2->Size = System::Drawing::Size(200, 440); 
  this->groupBox2->TabIndex = 21; 
  this->groupBox2->TabStop = false; 
  this->groupBox2->Text = L"Dispositivo Final 2"; 
    
//  
  // groupBox12 
  //  
  this->groupBox12->Controls->Add(this->shapeContainer3); 
  this->groupBox12->Location = System::Drawing::Point(105, 149); 
  this->groupBox12->Name = L"groupBox12"; 
  this->groupBox12->Size = System::Drawing::Size(89, 41); 
  this->groupBox12->TabIndex = 25; 
  this->groupBox12->TabStop = false; 
  this->groupBox12->Text = L"Est. Batería"; 
    
//  
  // shapeContainer3 
  //  
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  this->shapeContainer3->Location = System::Drawing::Point(3, 16); 
  this->shapeContainer3->Margin = System::Windows::Forms::Padding(0); 
  this->shapeContainer3->Name = L"shapeContainer3"; 
  this->shapeContainer3->Shapes->AddRange(gcnew cli::array<  
Microsoft::VisualBasic::PowerPacks::Shape^  >(1) {this- 
Microsoft::VisualBasic::PowerPacks::Shape^  >(1) {this-
>rectangleShapeBateriaSonda2});>rectangleShapeBateriaSonda2}); 
  this->shapeContainer3->Size = System::Drawing::Size(83, 22); 
  this->shapeContainer3->TabIndex = 0; 
  this->shapeContainer3->TabStop = false; 
 
  //  
  // rectangleShapeBateriaSonda2 
  //  
this->rectangleShapeBateriaSonda2->FillColor = 
System::Drawing::Color::Red; 
  this->rectangleShapeBateriaSonda2->FillStyle =  
  Microsoft::VisualBasic::PowerPacks::FillStyle::Solid; 
  this->rectangleShapeBateriaSonda2->Location = System::Drawing::Point(26,  
  2); 
  this->rectangleShapeBateriaSonda2->Name = L"rectangleShapeBateriaSonda2"; 
  this->rectangleShapeBateriaSonda2->Size = System::Drawing::Size(33, 13); 
    
//  
  // groupBox14 
  //  
  this->groupBox14->Controls->Add(this->shapeContainer6); 
  this->groupBox14->Location = System::Drawing::Point(8, 149); 
  this->groupBox14->Name = L"groupBox14"; 
  this->groupBox14->Size = System::Drawing::Size(89, 41); 
  this->groupBox14->TabIndex = 24; 
  this->groupBox14->TabStop = false; 
  this->groupBox14->Text = L"Adq. Datos"; 
    
//  
  // shapeContainer6 
  //  
  this->shapeContainer6->Location = System::Drawing::Point(3, 16); 
  this->shapeContainer6->Margin = System::Windows::Forms::Padding(0); 
  this->shapeContainer6->Name = L"shapeContainer6"; 
  this->shapeContainer6->Shapes->AddRange(gcnew cli::array<  
  Microsoft::VisualBasic::PowerPacks::Shape^  >(1) {this- 
  >rectangleShapeSonda2Adquisicion}); 
  this->shapeContainer6->Size = System::Drawing::Size(83, 22); 
  this->shapeContainer6->TabIndex = 0; 
  this->shapeContainer6->TabStop = false; 
 
  //  
  // rectangleShapeSonda2Adquisicion 
  //  
  this->rectangleShapeSonda2Adquisicion->FillColor =  
this->rectangleShapeSonda2Adquisicion->FillStyle = 
Microsoft::VisualBasic::PowerPacks::FillStyle::Solid; 
  this->rectangleShapeSonda2Adquisicion->Location =  
  System::Drawing::Point(24, 2); 
  this->rectangleShapeSonda2Adquisicion->Name =  
  L"rectangleShapeSonda2Adquisicion"; 
  this->rectangleShapeSonda2Adquisicion->Size = System::Drawing::Size(33,  
  13); 
 
  //  
  // buttonOffSonda2 
  //  
  this->buttonOffSonda2->BackColor = System::Drawing::Color::Red; 
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  this->buttonOffSonda2->Enabled = false; 
  this->buttonOffSonda2->Location = System::Drawing::Point(132, 25); 
  this->buttonOffSonda2->Name = L"buttonOffSonda2"; 
  this->buttonOffSonda2->Size = System::Drawing::Size(41, 31); 
  this->buttonOffSonda2->TabIndex = 2; 
  this->buttonOffSonda2->Text = L"OFF"; 
  this->buttonOffSonda2->UseVisualStyleBackColor = false; 
  this->buttonOffSonda2->Click += gcnew System::EventHandler(this,  
  &Form1::buttonOffSonda2_Click); 
 
  //  
  // buttonOnSonda2 
  //  
  this->buttonOnSonda2->BackColor = System::Drawing::Color::Green; 
  this->buttonOnSonda2->Enabled = false; 
  this->buttonOnSonda2->Location = System::Drawing::Point(78, 25); 
  this->buttonOnSonda2->Name = L"buttonOnSonda2"; 
  this->buttonOnSonda2->Size = System::Drawing::Size(41, 31); 
  this->buttonOnSonda2->TabIndex = 0; 
  this->buttonOnSonda2->Text = L"ON"; 
  this->buttonOnSonda2->UseVisualStyleBackColor = false; 
  this->buttonOnSonda2->Click += gcnew System::EventHandler(this,  
  &Form1::buttonOnSonda2_Click); 
 
  //  
  // groupBox3 
  //  
  this->groupBox3->Controls->Add(this->progressBarSonda2Tension); 
  this->groupBox3->Controls->Add(this->textDatosRecibidosSonda2Tension); 
  this->groupBox3->Location = System::Drawing::Point(8, 356); 
  this->groupBox3->Name = L"groupBox3"; 
  this->groupBox3->Size = System::Drawing::Size(186, 74); 
  this->groupBox3->TabIndex = 21; 
  this->groupBox3->TabStop = false; 
  this->groupBox3->Text = L"Tensión Batería"; 
    
//  
  // progressBarSonda2Tension 
  //  
  this->progressBarSonda2Tension->Location = System::Drawing::Point(8, 19); 
  this->progressBarSonda2Tension->Maximum = 255; 
  this->progressBarSonda2Tension->Name = L"progressBarSonda2Tension"; 
  this->progressBarSonda2Tension->Size = System::Drawing::Size(174, 23); 
  this->progressBarSonda2Tension->Step = 1; 
  this->progressBarSonda2Tension->TabIndex = 20; 
 
  //  
  // textDatosRecibidosSonda2Tension 
  //  
this->textDatosRecibidosSonda2Tension->Location = 
System::Drawing::Point(8, 47); 
  this->textDatosRecibidosSonda2Tension->Multiline = true; 
  this->textDatosRecibidosSonda2Tension->Name =  
  L"textDatosRecibidosSonda2Tension"; 
  this->textDatosRecibidosSonda2Tension->Size = System::Drawing::Size(174,  
  21); 
  this->textDatosRecibidosSonda2Tension->TabIndex = 21; 
    
//  
  // groupBox8 
  //  
  this->groupBox8->Controls->Add(this->t5Sonda2); 
  this->groupBox8->Controls->Add(this->t4Sonda2); 
  this->groupBox8->Controls->Add(this->t3Sonda2); 
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  this->groupBox8->Controls->Add(this->t1Sonda2); 
  this->groupBox8->Controls->Add(this->t2Sonda2); 
  this->groupBox8->Location = System::Drawing::Point(8, 62); 
  this->groupBox8->Name = L"groupBox8"; 
  this->groupBox8->Size = System::Drawing::Size(186, 81); 
  this->groupBox8->TabIndex = 19; 
  this->groupBox8->TabStop = false; 
  this->groupBox8->Text = L"Tiempo de Adquisición"; 
    
//  
  // t5Sonda2 
  //  
  this->t5Sonda2->BackColor = System::Drawing::Color::Gold; 
  this->t5Sonda2->Enabled = false; 
  this->t5Sonda2->Location = System::Drawing::Point(100, 49); 
  this->t5Sonda2->Name = L"t5Sonda2"; 
  this->t5Sonda2->Size = System::Drawing::Size(48, 23); 
  this->t5Sonda2->TabIndex = 32; 
  this->t5Sonda2->Text = L"20 seg"; 
  this->t5Sonda2->UseVisualStyleBackColor = false; 
  this->t5Sonda2->Click += gcnew System::EventHandler(this,  
  &Form1::t5Sonda2_Click); 
 
  //  
  // t4Sonda2 
  //  
  this->t4Sonda2->Enabled = false; 
  this->t4Sonda2->Location = System::Drawing::Point(46, 49); 
  this->t4Sonda2->Name = L"t4Sonda2"; 
  this->t4Sonda2->Size = System::Drawing::Size(48, 23); 
  this->t4Sonda2->TabIndex = 31; 
  this->t4Sonda2->Text = L"15 seg"; 
  this->t4Sonda2->UseVisualStyleBackColor = true; 
  this->t4Sonda2->Click += gcnew System::EventHandler(this, 
  &Form1::t4Sonda2_Click); 
   
  //  
  // t3Sonda2 
  //  
  this->t3Sonda2->Enabled = false; 
  this->t3Sonda2->Location = System::Drawing::Point(124, 20); 
  this->t3Sonda2->Name = L"t3Sonda2"; 
  this->t3Sonda2->Size = System::Drawing::Size(48, 23); 
  this->t3Sonda2->TabIndex = 30; 
  this->t3Sonda2->Text = L"10 seg"; 
  this->t3Sonda2->UseVisualStyleBackColor = true; 
  this->t3Sonda2->Click += gcnew System::EventHandler(this,  
  &Form1::t3Sonda2_Click); 
    
//  
  // t1Sonda2 
  //  
  this->t1Sonda2->BackColor = System::Drawing::SystemColors::Control; 
  this->t1Sonda2->Enabled = false; 
  this->t1Sonda2->Location = System::Drawing::Point(16, 20); 
  this->t1Sonda2->Name = L"t1Sonda2"; 
  this->t1Sonda2->Size = System::Drawing::Size(48, 23); 
  this->t1Sonda2->TabIndex = 28; 
  this->t1Sonda2->Text = L"1 seg"; 
  this->t1Sonda2->UseVisualStyleBackColor = true; 
  this->t1Sonda2->Click += gcnew System::EventHandler(this,  
  &Form1::t1Sonda2_Click); 
 
  //  
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  // t2Sonda2 
  //  
  this->t2Sonda2->BackColor = System::Drawing::SystemColors::Control; 
  this->t2Sonda2->Enabled = false; 
  this->t2Sonda2->Location = System::Drawing::Point(70, 20); 
  this->t2Sonda2->Name = L"t2Sonda2"; 
  this->t2Sonda2->Size = System::Drawing::Size(48, 23); 
  this->t2Sonda2->TabIndex = 29; 
  this->t2Sonda2->Text = L"5 seg"; 
  this->t2Sonda2->UseVisualStyleBackColor = true; 
  this->t2Sonda2->Click += gcnew System::EventHandler(this,  
  &Form1::t2Sonda2_Click); 
 
  //  
  // groupBox9 
  //  
  this->groupBox9->Controls->Add(this->progressBarSonda2Sonda); 
  this->groupBox9->Controls->Add(this->textDatosRecibidosSonda2Sonda); 
  this->groupBox9->Location = System::Drawing::Point(8, 196); 
  this->groupBox9->Name = L"groupBox9"; 
  this->groupBox9->Size = System::Drawing::Size(186, 74); 
  this->groupBox9->TabIndex = 15; 
  this->groupBox9->TabStop = false; 
  this->groupBox9->Text = L"Temperatura Sonda (AN0) "; 
 
  //  
  // progressBarSonda2Sonda 
  //  
  this->progressBarSonda2Sonda->Location = System::Drawing::Point(7, 19); 
  this->progressBarSonda2Sonda->Maximum = 255; 
  this->progressBarSonda2Sonda->Name = L"progressBarSonda2Sonda"; 
  this->progressBarSonda2Sonda->Size = System::Drawing::Size(173, 23); 
  this->progressBarSonda2Sonda->Step = 1; 
  this->progressBarSonda2Sonda->TabIndex = 14; 
    
//  
  // textDatosRecibidosSonda2Sonda 
  //  
  this->textDatosRecibidosSonda2Sonda->Location = System::Drawing::Point(7,  
  46); 
  this->textDatosRecibidosSonda2Sonda->Multiline = true; 
  this->textDatosRecibidosSonda2Sonda->Name =  
  L"textDatosRecibidosSonda2Sonda"; 
  this->textDatosRecibidosSonda2Sonda->Size = System::Drawing::Size(173,  
  21); 
  this->textDatosRecibidosSonda2Sonda->TabIndex = 11; 
 
  //  
  // groupBox10 
  //  
  this->groupBox10->Controls->Add(this->textDatosRecibidosSonda2Ambiente); 
  this->groupBox10->Controls->Add(this->progressBarSonda2Ambiente); 
  this->groupBox10->Location = System::Drawing::Point(8, 276); 
  this->groupBox10->Name = L"groupBox10"; 
  this->groupBox10->Size = System::Drawing::Size(186, 74); 
  this->groupBox10->TabIndex = 18; 
  this->groupBox10->TabStop = false; 
  this->groupBox10->Text = L"Temperatura Dispositivo (AN1)"; 
 
  //  
  // textDatosRecibidosSonda2Ambiente 
  //  
this->textDatosRecibidosSonda2Ambiente->Location = 
System::Drawing::Point(8, 46); 
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  this->textDatosRecibidosSonda2Ambiente->Multiline = true; 
  this->textDatosRecibidosSonda2Ambiente->Name = 
  L"textDatosRecibidosSonda2Ambiente"; 
  this->textDatosRecibidosSonda2Ambiente->Size = System::Drawing::Size(173,  
  21); 
  this->textDatosRecibidosSonda2Ambiente->TabIndex = 19; 
    
//  
  // progressBarSonda2Ambiente 
  //  
  this->progressBarSonda2Ambiente->Location = System::Drawing::Point(7,  
  19); 
  this->progressBarSonda2Ambiente->Maximum = 255; 
  this->progressBarSonda2Ambiente->Name = L"progressBarSonda2Ambiente"; 
  this->progressBarSonda2Ambiente->Size = System::Drawing::Size(173, 23); 
  this->progressBarSonda2Ambiente->Step = 1; 
  this->progressBarSonda2Ambiente->TabIndex = 14; 
    
//  
  // shapeContainer1 
  //  
  this->shapeContainer1->Location = System::Drawing::Point(3, 16); 
  this->shapeContainer1->Margin = System::Windows::Forms::Padding(0); 
  this->shapeContainer1->Name = L"shapeContainer1"; 
  this->shapeContainer1->Shapes->AddRange(gcnew cli::array< 
Microsoft::VisualBasic::PowerPacks::Shape^  >(1) {this-
>ovalShapeSonda2}); 
  this->shapeContainer1->Size = System::Drawing::Size(194, 421); 
  this->shapeContainer1->TabIndex = 20; 
  this->shapeContainer1->TabStop = false; 
    
//  
  // ovalShapeSonda2 
  //  
  this->ovalShapeSonda2->FillColor = System::Drawing::Color::Red; 
this->ovalShapeSonda2->FillStyle = 
Microsoft::VisualBasic::PowerPacks::FillStyle::Solid; 
  this->ovalShapeSonda2->Location = System::Drawing::Point(23, 12); 
  this->ovalShapeSonda2->Name = L"ovalShapeSonda2"; 
  this->ovalShapeSonda2->Size = System::Drawing::Size(23, 23); 
    
//  
  // timer4 
  //  
  this->timer4->Enabled = true; 
  this->timer4->Interval = 500; 
this->timer4->Tick += gcnew System::EventHandler(this, 
&Form1::timer4_Tick); 
    
//  
  // timer3 
  //  
  this->timer3->Enabled = true; 
  this->timer3->Interval = 50; 
this->timer3->Tick += gcnew System::EventHandler(this, 
&Form1::timer3_Tick); 
    
//  
  // timer5 
  //  
  this->timer5->Enabled = true; 
  this->timer5->Interval = 500; 
this->timer5->Tick += gcnew System::EventHandler(this, 
&Form1::timer5_Tick); 
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//  
  // timer6 
  //  
this->timer6->Tick += gcnew System::EventHandler(this, 
&Form1::timer6_Tick); 
    
//  
  // timer7 
  //  
  this->timer7->Tick += gcnew System::EventHandler(this,  
  &Form1::timer7_Tick); 
 
  //  
  // COMStatus2_lbl 
  //  
  this->COMStatus2_lbl->AutoSize = true; 
  this->COMStatus2_lbl->ForeColor = System::Drawing::Color::Red; 
  this->COMStatus2_lbl->Location = System::Drawing::Point(12, 468); 
  this->COMStatus2_lbl->Name = L"COMStatus2_lbl"; 
  this->COMStatus2_lbl->Size = System::Drawing::Size(153, 13); 
  this->COMStatus2_lbl->TabIndex = 22; 
  this->COMStatus2_lbl->Text = L"Estado mySQL: Desconectado"; 
    
// 
  // Form1 
  //  
  this->AutoScaleDimensions = System::Drawing::SizeF(6, 13); 
  this->AutoScaleMode = System::Windows::Forms::AutoScaleMode::Font; 
  this->ClientSize = System::Drawing::Size(557, 486); 
  this->Controls->Add(this->COMStatus2_lbl); 
  this->Controls->Add(this->groupBox2); 
  this->Controls->Add(this->COMStatus_lbl); 
  this->Controls->Add(this->groupBox5); 
  this->Name = L"Form1"; 
  this->StartPosition =  
  System::Windows::Forms::FormStartPosition::CenterScreen; 
  this->Text = L"Scada LOGA v1.0"; 
  this->groupBox1->ResumeLayout(false); 
  this->groupBox1->PerformLayout(); 
  this->groupBox4->ResumeLayout(false); 
  this->groupBox4->PerformLayout(); 
  this->groupBox5->ResumeLayout(false); 
  this->groupBox13->ResumeLayout(false); 
  this->groupBox11->ResumeLayout(false); 
  this->groupBox7->ResumeLayout(false); 
  this->groupBox7->PerformLayout(); 
  this->groupBox6->ResumeLayout(false); 
  this->groupBox2->ResumeLayout(false); 
  this->groupBox12->ResumeLayout(false); 
  this->groupBox14->ResumeLayout(false); 
  this->groupBox3->ResumeLayout(false); 
  this->groupBox3->PerformLayout(); 
  this->groupBox8->ResumeLayout(false); 
  this->groupBox9->ResumeLayout(false); 
  this->groupBox9->PerformLayout(); 
  this->groupBox10->ResumeLayout(false); 
  this->groupBox10->PerformLayout(); 
  this->ResumeLayout(false); 
  this->PerformLayout(); 
 
  } 
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#pragma endregion 
 
////////////////////////////////////////////////////////// 
//          // 
// RUTINA DE TIMER 1: UPDATE COM LIST      // 
//          // 
////////////////////////////////////////////////////////// 
 
private: System::Void timer1_Tick(System::Object^  sender, System::EventArgs^  e)  
  { 
  String^ COMNumberString = ""; 
  COMNumberString = CheckIfPresentAndGetCOMString(MY_DEVICE_ID); 
  if(COMNumberString == "") 
  { 
  DeviceAttachedState = FALSE; 
COMStatus_lbl->Text = "Estado coordinador: Desconocido o no conectado"; 
  COMStatus_lbl->ForeColor = (Color::Red);   
//Ponemos el texto de color rojo. 
  COMActivado = 0;        
  //Variable COMActivado desactivada. 
 
  ovalShapeSonda1->FillColor = (Color::Red);    
  //Indicador estado Sonda1 en Rojo (Sonda Apagada). 
  rectangleShapeBateriaSonda1->FillColor = (Color::Red);  
  //Indicador estado bateria Sonda1. 
  rectangleShapeBateriaSonda2->FillColor = (Color::Red);  
  //Indicador estado bateria Sonda2. 
  BateriaSonda1 = 0;        
  //Inicializamos tension BateriaSonda1. 
  BateriaSonda2 = 0;        
  //Inicializamos tension BateriaSonda2. 
      
  BufferBarraSonda1 = 0;       
  //Limpiamos el valor de la progressBarSonda1Sonda. 
  BufferBarraAmbiente1 = 0;       
  //Limpiamos el valor de la ProgressBarSonda1Ambiente. 
  BufferBarraTension1 = 0;       
  //Limpiamos el valor de la ProgressBarSonda1Tension. 
  textDatosRecibidosSonda1Sonda->Clear();     
//Limpiamos textBox textDatosRecibidosSonda1Sonda. 
  textDatosRecibidosSonda1Ambiente->Clear();    
//Limpiamos textBox textDatosRecibidosSonda1Ambiente. 
  textDatosRecibidosSonda1Tension->Clear();    
//Limpiamos textBox textDatosRecibidosSonda1Tension. 
  buttonOnSonda1->Enabled = false;      
  //Desactivamos pulsador ON Sonda1. 
  buttonOffSonda1->Enabled = false;      
  //Desactivamos pulsador OFF Sonda1. 
     
  t1Sonda1->Enabled = false;       
  //Desactivamos botonera de tiempo de adquisicion t1Sonda1. 
  t2Sonda1->Enabled = false;       
  //Desactivamos botonera de tiempo de adquisicion t2Sonda1. 
  t3Sonda1->Enabled = false;       
  //Desactivamos botonera de tiempo de adquisicion t3Sonda1. 
  t4Sonda1->Enabled = false;       
  //Desactivamos botonera de tiempo de adquisicion t4Sonda1. 
  t5Sonda1->Enabled = false;       
  //Desactivamos botonera de tiempo de adquisicion t5Sonda1. 
 
  Sonda1 = 0;         
  //Variable Sonda1 SCADA desactivada.  
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  ovalShapeSonda2->FillColor = (Color::Red);    
//Indicador estado Sonda2 en Rojo (Sonda Apagada). 
     
  BufferBarraSonda2 = 0;       
  //Limpiamos el valor de la progressBarSonda2Sonda. 
  BufferBarraAmbiente2 = 0;       
  //Limpiamos el valor de la ProgressBarSonda2Ambiente. 
  BufferBarraTension2 = 0;       
  //Limpiamos el valor de la ProgressBarSonda2Tension. 
  textDatosRecibidosSonda2Sonda->Clear();     
//Limpiamos textBox textDatosRecibidosSonda2Sonda. 
  textDatosRecibidosSonda2Ambiente->Clear();    
//Limpiamos textBox textDatosRecibidosSonda2Ambiente. 
  textDatosRecibidosSonda2Tension->Clear();    
//Limpiamos textBox textDatosRecibidosSonda2Tension. 
  buttonOnSonda2->Enabled = false;      
  //Desactivamos pulsador ON Sonda2. 
  buttonOffSonda2->Enabled = false;      
  //Desactivamos pulsador OFF Sonda2. 
 
  t1Sonda2->Enabled = false;       
  //Desactivamos botonera de tiempo de adquisicion t1Sonda2. 
  t2Sonda2->Enabled = false;       
  //Desactivamos botonera de tiempo de adquisicion t2Sonda2. 
  t3Sonda2->Enabled = false;       
  //Desactivamos botonera de tiempo de adquisicion t3Sonda2. 
  t4Sonda2->Enabled = false;       
  //Desactivamos botonera de tiempo de adquisicion t4Sonda2. 
  t5Sonda2->Enabled = false;       
  //Desactivamos botonera de tiempo de adquisicion t5Sonda2. 
 
  Sonda2 = 0;         
  //Variable Sonda2 SCADA desactivada.  
   } 
   else 
   { 
    DeviceAttachedState = TRUE;    
  //Estado del coordinador conectado. 
   } 
 
//Check if we are switching from "was not attached" to "is now attached" 
state. 
 if((OldDeviceAttachedState != DeviceAttachedState) && (DeviceAttachedState ==  
TRUE)) 
  { 
  try 
   { 
   //Get the port name from the application list box. 
   //  the PortName attribute is a string name of the COM 
   //  port (e.g. - "COM1"). 
//serialPort1->PortName = lstCOMPorts->Items[lstCOMPorts-
>SelectedIndex]->ToString(); 
   serialPort->PortName = COMNumberString; 
 
   //Open the COM port. 
   serialPort->Open(); 
 
   //Enable user interface to the device. 
   COMStatus_lbl->Text = "Estado coordinador:    
   Conectado"; 
   COMStatus_lbl->ForeColor = (Color::Green);   
   //Ponemos el texto de color verde. 
   COMActivado = 1;       
   //Variable COMActivado activada. 
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rectangleShapeBateriaSonda1->FillColor = (Color::Red); //Indicador 
estado bateria Sonda1. 
rectangleShapeBateriaSonda2->FillColor = (Color::Red); //Indicador 
estado bateria Sonda2. 
   BateriaSonda1 = 0;       
   //Inicializamos tension BateriaSonda1. 
   BateriaSonda2 = 0;       
   //Inicializamos tension BateriaSonda2. 
      
   timer6->Enabled = false; 
   timer7->Enabled = false; 
 
   buttonOnSonda1->Enabled = true;     
   //Activamos pulsador ON Sonda1. 
   buttonOnSonda2->Enabled = true;     
   //Activamos pulsador ON Sonda2. 
 
  ////////////////////////////////////////////// 
  // Aqui abrimos la base de datos de mySQL// 
  ////////////////////////////////////////////// 
 
   if(myConnection==nullptr) 
   { 
    myConnection= gcnew OdbcConnection; 
 
if(myConnection->State==ConnectionState::Open) 
myConnection->Close(); 
                                
    String ^connectionstring=""; 
    String ^username="root"; 
    String ^password=""; 
    String ^server="localhost"; 
    String ^driver="{MySQL ODBC 5.1 Driver}"; 
    String ^database = "sensores"; 
 
connectionstring = "Driver=" + driver + "; Server=" + 
server + "; User=" + username + "; Password=" + password + 
";Database=" + database + ";"; 
     
    myConnection->ConnectionString = connectionstring; 
     
     try 
     { 
      myConnection->Open(); 
     } 
 
     catch (Exception ^e) 
     { 
      //MessageBox::Show(e->ToString()); 
     } 
 
     if (myConnection->State!=ConnectionState::Open) 
     { 
     //MessageBox::Show("Error al conectar con mySQL"); 
MessageBox::Show("Error al conectar con mySQL, 
¿WampServer esta activo?","Error en conexión con 
mySQL",MessageBoxButtons::OK,MessageBoxIcon::Error); 
     COMStatus2_lbl->Text = "Estado mySQL: Desconectado"; 
     COMStatus2_lbl->ForeColor = (Color::Red); 
     //Ponemos el texto de color rojo. 
//myConnection=nullptr;    
    //Reinicializamos myConnection para que pueda  
 reconectar de nuevo. 
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     }    
       
     else if(myConnection->State==ConnectionState::Open) 
     { 
     //MessageBox::Show("Conexión con mySQL  
     establecida"); 
     COMStatus2_lbl->Text = "Estado mySQL: Conectado"; 
     COMStatus2_lbl->ForeColor = (Color::Green); 
     //Ponemos el texto de color verde. 
     //myConnection=nullptr;    
     //Reinicializamos myConnection para que pueda  
     reconectar de nuevo. 
      } 
     } 
    } 
    catch(...) 
    { 
    //If there was an exception, then close the handle o  
    //  the device and assume that the device was removed 
    //btnClose_Click(this, gcnew EventArgs()); 
     OldDeviceAttachedState = TRUE; 
     DeviceAttachedState = FALSE; 
COMStatus_lbl->Text = "Estado coordinador: Conectado 
pero interrumpido. Desconectar, esperar unos 
segundos y reconectar de nuevo."; 
     COMStatus_lbl->ForeColor = (Color::Orange); 
     //Ponemos el texto de color Naranja. 
     COMActivado = 0;     
     //Variable COMActivado desactivada. 
 
rectangleShapeBateriaSonda1->FillColor = 
(Color::Red); //Indicador estado bateria Sonda1. 
rectangleShapeBateriaSonda2->FillColor = 
(Color::Red); //Indicador estado bateria Sonda2. 
     BateriaSonda1 = 0;     
    //Inicializamos tension BateriaSonda1. 
     BateriaSonda2 = 0;     
    //Inicializamos tension BateriaSonda2. 
      
     t1Sonda1->Enabled = false;    
  //Desactivamos botonera de tiempo de adquisicion t1Sonda1. 
     t2Sonda1->Enabled = false;    
  //Desactivamos botonera de tiempo de adquisicion t2Sonda1. 
     t3Sonda1->Enabled = false;    
  //Desactivamos botonera de tiempo de adquisicion t3Sonda1. 
     t4Sonda1->Enabled = false;    
  //Desactivamos botonera de tiempo de adquisicion t4Sonda1. 
     t5Sonda1->Enabled = false;    
  //Desactivamos botonera de tiempo de adquisicion t5Sonda1. 
      
 
     t1Sonda2->Enabled = false;    
  //Desactivamos botonera de tiempo de adquisicion t1Sonda2. 
     t2Sonda2->Enabled = false;    
  //Desactivamos botonera de tiempo de adquisicion t2Sonda2. 
     t3Sonda2->Enabled = false;    
  //Desactivamos botonera de tiempo de adquisicion t3Sonda2. 
     t4Sonda2->Enabled = false;    
  //Desactivamos botonera de tiempo de adquisicion t4Sonda2. 
     t5Sonda2->Enabled = false;    
  //Desactivamos botonera de tiempo de adquisicion t5Sonda2. 
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     Sonda1 = 0;      
    //Variable Sonda1 SCADA desactivada. 
     Sonda2 = 0;      
    //Variable Sonda2 SCADA desactivada. 
    } 
   } 
    
//Check if we are switching from "was attached" to "not attached 
anymore" state. 
if((OldDeviceAttachedState != DeviceAttachedState) && 
(DeviceAttachedState == FALSE)) 
   { 
   //Reset the state of the application objects 
     
   //This section of code will try to close the COM port. 
   //  Please note that it is important to use a try/catch 
   //  statement when closing the COM port.  If a USB virtual 
   //  COM port is removed and the PC software tries to close 
   //  the COM port before it detects its removal then 
   //  an exeception is thrown.  If the execption is not in a 
//  try/catch statement this could result in the application 
   //  crashing. 
    
try 
   { 
   //Dispose the In and Out buffers; 
   serialPort->DiscardInBuffer(); 
   serialPort->DiscardOutBuffer(); 
   } 
   //If there was an exeception then there isn't much we can 
   //  do.  The port is no longer available. 
   catch(...){} 
 
   try 
   { 
   //Close the COM port 
   serialPort->Close(); 
   } 
   catch(...){} 
   } 
 
   OldDeviceAttachedState = DeviceAttachedState; 
  } 
 
/**************************************************************************** 
Function: String^ CheckIfPresentAndGetCOMString(String^ DeviceIDString) 
 
Summary: This function checks if a USB CDC device is currently plugged in with  
a matching USB VID and PID string.  If a matching device is found, it 
returns the COMx number string associated with the USB device. 
 
Description: This function checks if a USB CDC device is currently plugged in with  
a matching USB VID and PID string.  If a matching device is found, it returns the COMx 
number string associated with the USB device. 
 
Precondition: None 
 
Parameters:String^ DeviceIDString  - Takes in a Device ID string, containing the 
VID/PID of the USB device to be found.  Should be formatted  
 
like: "Vid_04d8&Pid_000a" 
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Return Values: String^ containing the "COMx" string number (useful when trying to open 
the COM port). If no USB CDC COMx ports are currently provided by a USB with matching 
VID/PID, then the return value is: "" 
 
Remarks: This function is passive and does not attempt to open/close any COMx ports.  
All it does is search for attached USB devices, that are currently providing COMx 
ports. 
     
This function is currently written to work only with a single instance of the USB 
device attached to the computer, with the given VID/PID.  If more than one device of 
matching VID/PID is simultaneously attached to the machine, then more than one COMx 
port number will exist (one for each CDC device).  This function will only return the 
first COMx number that it finds for the matching VID/PID.  If more than one exists, 
the additional COMx numbers will remain unknown.  To expand the functionality of this 
function, it would be possible to remove the "return COMString;" line of code, and 
instead keep looping until the "if(ErrorStatus == ERROR_NO_MORE_ITEMS)" exit condition 
is hit instead.In this case, the loop will find multiple COMx numbers and instances, 
and thesecould be stored and returned in an array of strings instead. 
 
 ***************************************************************************/ 
 
String^ CheckIfPresentAndGetCOMString(String^ DeviceIDString) 
{ 
//Globally Unique Identifier (GUID) for COM port devices.  Windows uses GUIDs to 
identify things. 
GUID InterfaceClassGuid = {0xa5dcbf10, 0x6530, 0x11d2, 0x90, 0x1f, 0x00, 0xc0, 0x4f, 
0xb9, 0x51, 0xed}; 
 
HDEVINFO DeviceInfoTable = INVALID_HANDLE_VALUE; 
PSP_DEVICE_INTERFACE_DATA InterfaceDataStructure = new SP_DEVICE_INTERFACE_DATA; 
PSP_DEVICE_INTERFACE_DETAIL_DATA DetailedInterfaceDataStructure = new 
SP_DEVICE_INTERFACE_DETAIL_DATA; 
SP_DEVINFO_DATA DevInfoData; 
 
DWORD InterfaceIndex = 0; 
DWORD StatusLastError = 0; 
  DWORD dwRegType; 
  DWORD dwRegSize; 
  DWORD StructureSize = 0; 
  PBYTE PropertyValueBuffer; 
  bool MatchFound = false; 
  DWORD ErrorStatus; 
  BOOL BoolStatus = FALSE; 
  DWORD LoopCounter = 0; 
 
  String^ DeviceIDToFind = DeviceIDString; 
  String^ FriendlyNameString = ""; 
  int IndexOfStartofCOMChars; 
  int IndexOfEndOfCOMChar = 0; 
  String^ COMString = ""; 
 
//First populate a list of plugged in devices (by specifying 
"DIGCF_PRESENT"), which are of the specified class GUID.  
DeviceInfoTable = SetupDiGetClassDevsUM(&InterfaceClassGuid, NULL, NULL, 
DIGCF_PRESENT | DIGCF_DEVICEINTERFACE); 
 
//Now look through the list we just populated.  We are trying to see if 
any of them match our device.  
  while(true) 
  { 
  InterfaceDataStructure->cbSize = sizeof(SP_DEVICE_INTERFACE_DATA); 
if(SetupDiEnumDeviceInterfacesUM(DeviceInfoTable, NULL, 
&InterfaceClassGuid, InterfaceIndex, InterfaceDataStructure)) 
   { 
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   ErrorStatus = GetLastError(); 
   if(ErrorStatus == ERROR_NO_MORE_ITEMS)  
//Did we reach the end of the list of matching devices in the 
DeviceInfoTable? 
   { //Cound not find the device.  Must not have been attached. 
   SetupDiDestroyDeviceInfoListUM(DeviceInfoTable);  
//Clean up the old structure we no longer need. 
     return "";   
    } 
   } 
   else //Else some other kind of unknown error ocurred... 
   { 
    ErrorStatus = GetLastError(); 
    SetupDiDestroyDeviceInfoListUM(DeviceInfoTable); 
    //Clean up the old structure we no longer need. 
    return "";  
   } 
 
//Now retrieve the hardware ID from the registry.  The hardware ID 
contains the VID and PID, which we will then  
   //check to see if it is the correct device or not. 
 
//Initialize an appropriate SP_DEVINFO_DATA structure.  We need 
this structure for SetupDiGetDeviceRegistryProperty(). 
   DevInfoData.cbSize = sizeof(SP_DEVINFO_DATA); 
SetupDiEnumDeviceInfoUM(DeviceInfoTable, InterfaceIndex, 
&DevInfoData); 
 
//First query for the size of the hardware ID, so we can know how 
big a buffer to allocate for the data. 
SetupDiGetDeviceRegistryPropertyUM(DeviceInfoTable, &DevInfoData, 
SPDRP_HARDWAREID, &dwRegType, NULL, 0, &dwRegSize); 
 
   //Allocate a buffer for the hardware ID. 
   PropertyValueBuffer = (BYTE *) malloc (dwRegSize); 
   if(PropertyValueBuffer == NULL)  
//if null, error, couldn't allocate enough memory 
   {//Can't really recover from this situation, just exit instead. 
   SetupDiDestroyDeviceInfoListUM(DeviceInfoTable);  
//Clean up the old structure we no longer need. 
    return "";   
   } 
 
   //Retrieve the hardware IDs for the current device we are looking 
   at.  PropertyValueBuffer gets filled with a  
//REG_MULTI_SZ (array of null terminated strings).  To find a 
device, we only care about the very first string in the 
//buffer, which will be the "device ID".  The device ID is a 
string which contains the VID and PID, in the example  
   //format "Vid_04d8&Pid_000a". 
SetupDiGetDeviceRegistryPropertyUM(DeviceInfoTable, &DevInfoData, 
SPDRP_HARDWAREID, &dwRegType, PropertyValueBuffer, dwRegSize, 
NULL); 
 
//Now check if the first string in the hardware ID matches the 
device ID of my USB device. 
   #ifdef UNICODE 
String^ DeviceIDFromRegistry = gcnew String((wchar_t 
*)PropertyValueBuffer); 
   #else 
String^ DeviceIDFromRegistry = gcnew String((char 
*)PropertyValueBuffer); 
   #endif 
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   free(PropertyValueBuffer);   
//No longer need the PropertyValueBuffer, free the memory to 
prevent potential memory leaks 
 
//Convert both strings to lower case.  This makes the code more 
robust/portable accross OS Versions 
   DeviceIDFromRegistry = DeviceIDFromRegistry->ToLowerInvariant();
  
   DeviceIDToFind = DeviceIDToFind->ToLowerInvariant();  
   
//Now check if the hardware ID we are looking at contains the 
correct VID/PID 
   MatchFound = DeviceIDFromRegistry->Contains(DeviceIDToFind); 
  
   if(MatchFound == true) 
   { 
//Device must have been found.  Now we should read the 
"FriendlyName".  The FriendlyName is the text 
//that appears in the device manager entry for the device.  The 
friendlyname for the virtual com port 
//is composed of the text from the .inf file used to install the 
driver, combined with the COMx number 
//assigned to the device.  The COMx number also appears in the 
registry "PortName" entry for the device. 
//First call the function to determine the size of the required 
buffer. 
SetupDiGetDeviceRegistryPropertyUM(DeviceInfoTable, &DevInfoData, 
SPDRP_FRIENDLYNAME, &dwRegType, NULL, 0, &dwRegSize); 
   //Allocate a buffer for the hardware ID. 
   PropertyValueBuffer = (BYTE *) malloc (dwRegSize); 
 if(PropertyValueBuffer == NULL) //if null, error, couldn't 
allocate enough memory 
{ //Can't really recover from this situation, just exit 
instead. 
SetupDiDestroyDeviceInfoListUM(DeviceInfoTable); //Clean up 
the old structure we no longer need. 
   return "";   
   } 
 
    
//Retrieve the FriendlyName string containing the COMx number. 
SetupDiGetDeviceRegistryPropertyUM(DeviceInfoTable, &DevInfoData, 
SPDRP_FRIENDLYNAME, &dwRegType, PropertyValueBuffer, dwRegSize, 
NULL); 
 
 
//Now copy the resulting string into a managed type for easier 
//manipulation with managed functions. 
   #ifdef UNICODE 
   FriendlyNameString = gcnew String((wchar_t *)PropertyValueBuffer); 
   #else 
   FriendlyNameString = gcnew String((char *)PropertyValueBuffer); 
   #endif 
 free(PropertyValueBuffer);   
//No longer need the PropertyValueBuffer, free the memory to 
prevent potential memory leaks 
 
 
//Check if it contains the COMx string like expected, and if so, 
//extract it, so it can be returned in the formatting used when 
//opening a COMx port. 
if((FriendlyNameString->Contains("(COM")) && (FriendlyNameString-
>Contains(")"))) 
   { 
David López Antón & Sergio Gala Trallero  
 - 30 - 
   IndexOfStartofCOMChars = FriendlyNameString->IndexOf("COM"); 
   IndexOfEndOfCOMChar = FriendlyNameString->IndexOf(")"); 
 
if((IndexOfEndOfCOMChar > IndexOfStartofCOMChars) && 
(IndexOfEndOfCOMChar <= FriendlyNameString->Length)) 
   { 
//Copy the "COMxx" string value from the FriendlyNameString to the 
//COMString. 
//The COMString is formatted in the exact format needed when 
//setting a serial port object's COM number. 
//COMString = FriendlyNameString-
//>Substring(IndexOfStartofCOMChars, IndexOfEndOfCOMChar - 
//IndexOfStartofCOMChars); 
COMString = FriendlyNameString->Substring(IndexOfStartofCOMChars, 
IndexOfEndOfCOMChar - IndexOfStartofCOMChars); 
     } 
    } 
      
   //We now (most likely) found the COMx number and should return. 
   SetupDiDestroyDeviceInfoListUM(DeviceInfoTable);  
//Clean up the old structure we no longer need. 
   return COMString;  
//May contain "" if we couldn't find the device COMxx number.  
Otherwise, returns "COMxxx" where xxx is the COM number (could be 
only one or two chars, depending upon COM number) 
   } 
 
   InterfaceIndex++;  
//Keep looping until we either find a device with matching VID and 
//PID, or until we run out of devices to check. 
//However, just in case some unexpected error occurs, keep track 
//of the number of loops executed. 
//If the number of loops exceeds a very large number, exit anyway, 
//to prevent inadvertent infinite looping. 
   LoopCounter++; 
 if(LoopCounter == 10000000) //Surely there aren't more than 10 
million devices attached to any forseeable PC... 
   { 
    return ""; 
   } 
  }//end of while(true) 
} 
 
 
 
 
 
////////////////////////////////////////////////////////// 
//          // 
// RUTINA DE TIMER 2: ACTUALIZA LOS PROGRESSBAR SONDA 1 // 
//          // 
////////////////////////////////////////////////////////// 
 
private: System::Void timer2_Tick(System::Object^  sender, System::EventArgs^  e)  
{ 
 progressBarSonda1Sonda->Value = BufferBarraSonda1;   
 //Actualizamos el valor de la progressBarSonda1Sonda. 
 progressBarSonda1Ambiente->Value = BufferBarraAmbiente1; 
 //Actualizamos el valor de la progressBarSonda1Ambiente. 
 progressBarSonda1Tension->Value = BufferBarraTension1; 
 //Actualizamos el valor de la progressBarSonda1Tension. 
} 
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////////////////////////////////////////////////////////// 
//          // 
// RUTINA DE TIMER 3: ACTUALIZA LOS PROGRESSBAR SONDA 2 // 
//          // 
////////////////////////////////////////////////////////// 
 
private: System::Void timer3_Tick(System::Object^  sender, System::EventArgs^  e)  
{ 
 progressBarSonda2Sonda->Value = BufferBarraSonda2;   
 //Actualizamos el valor de la progressBarSonda2Sonda. 
 progressBarSonda2Ambiente->Value = BufferBarraAmbiente2; 
 //Actualizamos el valor de la progressBarSonda2Ambiente. 
 progressBarSonda2Tension->Value = BufferBarraTension2; 
 //Actualizamos el valor de la progressBarSonda2Tension. 
} 
 
 
 
 
////////////////////////////////////////////////////////// 
//          // 
// RUTINA DE TIMER 4: DETECCION SONDA1 DESCONECTADA  // 
//          // 
////////////////////////////////////////////////////////// 
 
private: System::Void timer4_Tick(System::Object^  sender, System::EventArgs^  e)  
{ 
 if (Sonda1Escrita == 0) //Si es 0 es que no hemos escrito textBox Sonda1. 
 { 
  rectangleShapeSonda1Adquisicion->FillColor = (Color::Red);  
  //Indicador estado adquisicion Sonda1 en Verde (Sonda1 capturando). 
 } 
 else 
 { 
 rectangleShapeSonda1Adquisicion->FillColor = (Color::Green);  
//Indicador estado adquisicion Sonda1 en Verde (Sonda1 capturando). 
 Sonda1Escrita = 0;         
//Hemos escrito textBox con anterioridad, reseteamos variable de control. 
 } 
} 
 
////////////////////////////////////////////////////////// 
//          // 
// RUTINA DE TIMER 5: DETECCION SONDA2 DESCONECTADA  // 
//                // 
////////////////////////////////////////////////////////// 
 
private: System::Void timer5_Tick(System::Object^  sender, System::EventArgs^  e)  
{ 
 if (Sonda2Escrita == 0) //Si es 0 es que no hemos escrito textBox Sonda1. 
 { 
  rectangleShapeSonda2Adquisicion->FillColor = (Color::Red);  
  //Indicador estado adquisicion Sonda1 en Verde (Sonda1 capturando). 
 } 
   
else 
 { 
  rectangleShapeSonda2Adquisicion->FillColor = (Color::Green);  
//Indicador estado adquisicion Sonda1 en Verde (Sonda1 capturando). 
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  Sonda2Escrita = 0;        
  //Hemos escrito textBox con anterioridad, reseteamos variable de control. 
 } 
} 
 
 
////////////////////////////////////////////////////////// 
//          // 
// RUTINA DE TIMER 6: ESTADO BATERIA SONDA1          // 
//          // 
////////////////////////////////////////////////////////// 
 
private: System::Void timer6_Tick(System::Object^  sender, System::EventArgs^  e)  
{ 
 if (BateriaSonda1 > 7) rectangleShapeBateriaSonda1->FillColor = (Color::Green);
 //Indicador estado BateriaSonda1 en Verde (Bateria Ok). 
if ((BateriaSonda1 <= 7) & (BateriaSonda1 >= 5.5) ) rectangleShapeBateriaSonda1-
>FillColor = (Color::Yellow);   
//Indicador estado BateriaSonda1 en Amarillo (Bateria agotandose). 
 if (BateriaSonda1 < 5.5) rectangleShapeBateriaSonda1->FillColor = (Color::Red);
 //Indicador estado BateriaSonda1 en Rojo (Bateria agotada). 
} 
 
////////////////////////////////////////////////////////// 
//          // 
//  RUTINA DE TIMER 7: ESTADO BATERIA SONDA2   // 
//          // 
////////////////////////////////////////////////////////// 
 
private: System::Void timer7_Tick(System::Object^  sender, System::EventArgs^  e)  
{ 
 if (BateriaSonda2 > 7) rectangleShapeBateriaSonda2->FillColor = (Color::Green);
 //Indicador estado BateriaSonda1 en Verde (Bateria Ok). 
if ((BateriaSonda2 <= 7) & (BateriaSonda2 >= 5.5) ) rectangleShapeBateriaSonda2-
>FillColor = (Color::Yellow);   
//Indicador estado BateriaSonda1 en Amarillo (Bateria agotandose). 
 if (BateriaSonda2 < 5.5) rectangleShapeBateriaSonda2->FillColor = (Color::Red);
 //Indicador estado BateriaSonda1 en Rojo (Bateria agotada). 
} 
 
 
 
 
////////////////////////////////////////////////////////// 
//          // 
// RUTINAS SETTEXT: ESCRIBIR LOS TEXTBOX SONDA 1   // 
//          // 
////////////////////////////////////////////////////////// 
 
   
/**************************************************************************** 
Function: private void SetText(string text) 
 
Summary: This function prints the input text to the txtDataReceived textbox. 
 
Description: This function prints the input text to the txtDataReceived textbox.  If 
the calling thread is the same as the thread that owns the textbox, then 
the AppendText() method is called directly.  If a thread other than the 
main thread calls this function, then an instance of the delegate function 
is created so that the function runs again in the main thread. 
 
Precondition: None 
 
Parameters: String text     - Text that needs to be printed to the textbox 
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Return Values: None 
 
Remarks: None 
***************************************************************************/ 
 
private: void SetTextSonda1Sonda(String^ text) 
{ 
//InvokeRequired required compares the thread ID of the 
 //  calling thread to the thread ID of the creating thread. 
 //  If these threads are different, it returns true.  We can 
 //  use this attribute to determine if we can append text 
 //  directly to the textbox or if we must launch an a delegate 
 //  function instance to write to the textbox. 
 
 if (this->textDatosRecibidosSonda1Sonda->InvokeRequired) 
 { 
  //InvokeRequired returned TRUE meaning that this function 
  //  was called from a thread different than the current 
  //  thread.  We must launch a deleage function. 
 
  /Create an instance of the SetTextCallback delegate and 
  //  assign the delegate function to be this function.  This 
  //  effectively causes this same SetText() function to be 
  //  called within the main thread instead of the second 
  //  thread. 
     
SetTextCallback^ d = gcnew 
SetTextCallback(this,&ComunicacionVCUSB::Form1::SetTextSonda1Sonda); 
     
  //Invoke the new delegate sending the same text to the 
  //  delegate that was passed into this function from the 
  //  other thread. 
  this->Invoke(d,gcnew String(text)); 
  } 
   
else 
 { 
  //If this function was called from the same thread that  
  //  holds the required objects then just add the text. 
     
  textDatosRecibidosSonda1Sonda->Clear();     
  //Limpiamos textBox textDatosRecibidosSonda1Sonda. 
  textDatosRecibidosSonda1Sonda->AppendText(text);   
  //Añadimos el valor Sonda1Sonda al textBox. 
  textDatosRecibidosSonda1Sonda->AppendText(" ºC");   
  //Añadimos la unidad ºC.  
 } 
} 
 
 
 
private: void SetTextSonda1Ambiente(String^ text) 
{ 
    
 if (this->textDatosRecibidosSonda1Sonda->InvokeRequired) 
 { 
  SetTextCallback^ d = gcnew       
  SetTextCallback(this,&ComunicacionVCUSB::Form1::SetTextSonda1Ambiente); 
  this->Invoke(d,gcnew String(text)); 
 } 
   
else 
 {   
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  textDatosRecibidosSonda1Ambiente->Clear();    
  //Limpiamos textBox textDatosRecibidosSonda1Ambiente. 
  textDatosRecibidosSonda1Ambiente->AppendText(text);   
  //Añadimos el valor Sonda1Ambiente al textBox. 
  textDatosRecibidosSonda1Ambiente->AppendText(" ºC");   
//Añadimos la unidad ºC. 
 } 
} 
 
 
 
private: void SetTextSonda1Tension(String^ text) 
{ 
 if (this->textDatosRecibidosSonda1Sonda->InvokeRequired) 
 { 
SetTextCallback^ d = gcnew 
SetTextCallback(this,&ComunicacionVCUSB::Form1::SetTextSonda1Tension); 
  this->Invoke(d,gcnew String(text)); 
 } 
    
else 
 { 
  textDatosRecibidosSonda1Tension->Clear();    
  //Limpiamos textBox textDatosRecibidosSonda1Tension. 
  textDatosRecibidosSonda1Tension->AppendText(text);   
  //Añadimos el valor Sonda1Tension al textBox. 
  textDatosRecibidosSonda1Tension->AppendText(" V");   
  //Añadimos la unidad V. 
 } 
} 
 
 
 
 
 
///////////////////////////////////////////////////////// 
//         // 
// RUTINAS SETTEXT: ESCRIBIR LOS TEXTBOX SONDA 2  // 
//         // 
///////////////////////////////////////////////////////// 
 
private: void SetTextSonda2Sonda(String^ text) 
{ 
 if (this->textDatosRecibidosSonda2Sonda->InvokeRequired) 
 { 
SetTextCallback^ d = gcnew 
SetTextCallback(this,&ComunicacionVCUSB::Form1::SetTextSonda2Sonda); 
  this->Invoke(d,gcnew String(text)); 
 } 
  
else 
 {  
  textDatosRecibidosSonda2Sonda->Clear();     
  //Limpiamos textBox textDatosRecibidosSonda2Sonda. 
  textDatosRecibidosSonda2Sonda->AppendText(text);   
  //Añadimos el valor Sonda2Sonda al textBox. 
  textDatosRecibidosSonda2Sonda->AppendText(" ºC");   
//Añadimos la unidad ºC. 
 } 
   
} 
 
private: void SetTextSonda2Ambiente(String^ text) 
{ 
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 if (this->textDatosRecibidosSonda2Sonda->InvokeRequired) 
 { 
     
SetTextCallback^ d = gcnew 
SetTextCallback(this,&ComunicacionVCUSB::Form1::SetTextSonda2Ambiente); 
  this->Invoke(d,gcnew String(text)); 
 } 
    
else 
 {     
  textDatosRecibidosSonda2Ambiente->Clear();    
  //Limpiamos textBox textDatosRecibidosSonda2Ambiente. 
  textDatosRecibidosSonda2Ambiente->AppendText(text);   
  //Añadimos el valor Sonda2Ambiente al textBox. 
  textDatosRecibidosSonda2Ambiente->AppendText(" ºC");   
//Añadimos la unidad ºC. 
 } 
} 
 
 
 
private: void SetTextSonda2Tension(String^ text) 
{ 
 if (this->textDatosRecibidosSonda2Sonda->InvokeRequired) 
 { 
SetTextCallback^ d = gcnew 
SetTextCallback(this,&ComunicacionVCUSB::Form1::SetTextSonda2Tension); 
  this->Invoke(d,gcnew String(text)); 
 } 
    
else 
 { 
  textDatosRecibidosSonda2Tension->Clear();    
  //Limpiamos textBox textDatosRecibidosSonda2Tension. 
  textDatosRecibidosSonda2Tension->AppendText(text);   
  //Añadimos el valor Sonda2Tension al textBox. 
  textDatosRecibidosSonda2Tension->AppendText(" V");   
  //Añadimos la unidad ºC. 
 } 
} 
 
 
 
 
 
///////////////////////////////////////////////////////// 
//         // 
//   RUTINA DE RECEPCION DE DATOS  // 
//         // 
///////////////////////////////////////////////////////// 
 
private: System::Void serialPort_DatosRecibidos(System::Object^  sender, 
System::IO::Ports::SerialDataReceivedEventArgs^  e) 
{ 
 try 
 { 
  int cantidad = 4; //Tamaño del Array de datos de entrada del SCADA. 
  int i = 0;  //Inicializamos el valor de la variable 'i'. 
  float promedio1, promedio2, promedio3 = 0;    
  //Definimos las variables de entrada. 
 
  array<unsigned char>^ entrada = gcnew array<unsigned char>(cantidad);
  //Creamos Array de entrada, de longitud 'cantidad'. 
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  for (i=0; i<cantidad; i++)       
  //Almacenamos valores recibidos en el Array. 
  { 
   entrada[i] = serialPort->ReadByte();    
   //Leemos dato recibido y almacenamos en Array. 
  } 
 
  DatoEnviado = entrada[0];       
  //Cargamos valor Array en variables mas comprensibles. 
  promedio1 = entrada[1]; 
  promedio2 = entrada[2]; 
  promedio3 = entrada[3]; 
 
  double decimalSonda=System::Convert::ToDouble(promedio1);  
  //Convertimos variable promedio1 para poder operar. 
  double resultadoSonda=((decimalSonda/255) * 150);   
  //Realizamos conversion a ºC. 
  double resultado1=Math::Round(resultadoSonda);    
  //Limitamos el numero de decimales deseados. 
  String^ buffer1 = System::Convert::ToString(resultado1);  
  //Convertimos a String para mostrar valor en SCADA. 
      
  double decimalAmbiente=System::Convert::ToDouble(promedio2);  
  //Convertimos variable promedio2 para poder operar. 
  double resultadoAmbiente=(decimalAmbiente/255) * 150;   
  //Realizamos conversion a ºC. 
  double resultado2=Math::Round(resultadoAmbiente);   
  //Limitamos el numero de decimales deseados. 
  String^ buffer2 = System::Convert::ToString(resultado2);  
  //Convertimos a String para mostrar valor en SCADA. 
 
  double decimalTension=System::Convert::ToDouble(promedio3);  
  //Convertimos variable promedio3 para poder operar. 
  double resultadoTension =(decimalTension/255) * 9;   
  //Realizamos conversion a ºC. 
  double resultado3=Math::Round(resultadoTension);   
  //Limitamos el numero de decimales deseados. 
  String^ buffer3 = System::Convert::ToString(resultado3);  
  //Convertimos a String para mostrar valor en SCADA. 
      
  ////////////////////////////////// 
  // Comprobamos si es la Sonda1. // 
  ////////////////////////////////// 
 
  if (DatoEnviado == 'a' && Sonda1 == 1)     
  //Si recibimos una 'a' y Sonda 1 activada en el SCADA. 
  { 
   BufferBarraSonda1 = promedio1;     
   //Asignamos a BufferBarraSonda1 el valor del promedio1. 
   BufferBarraAmbiente1 = promedio2;     
   //Asignamos a BufferBarraAmbiente1 el valor del promedio2. 
   BufferBarraTension1 = promedio3;     
   //Asignamos a BufferBarraTension1 el valor del promedio3. 
 
SetTextSonda1Sonda(buffer1);     
  //Llamamos a la funcion para escribir en textBox el valor  
//Sonda1Sonda. 
   SetTextSonda1Ambiente(buffer2);     
   //Llamamos a la funcion para escribir en textBox el valor 
//Sonda1Ambiente. 
 
   SetTextSonda1Tension(buffer3);     
   //Llamamos a la funcion para escribir en textBox el valor  
 Red inalámbrica para instrumentación de procesos 
 - 37 - 
   //Sonda1Tension. 
   Sonda1Escrita = 1;       
   //Indicamos que hemos escrito los textBox. 
   BateriaSonda1 = resultadoTension;     
//Variable global estado bateria Sonda1. 
 
 
///////////////////////////////////////////////////////////////////////// 
 // Aqui es donde empezamos a escribir en SQL los valores de la Sonda1. // 
 ///////////////////////////////////////////////////////////////////////// 
     
  String ^NumeroSonda="";       
  //Definimos las variables (columnas) usadas en la tabla mySQL. 
  String ^tsonda=""; 
  String ^tambiente=""; 
  String ^vcc=""; 
                 
  NumeroSonda = "1";        
  //Añadimos en NumeroSonda el valor de la sonda que envia los datos. 
tsonda=buffer1;        
//Añadimos en tsonda el valor de la temperatura de la sonda del 
Dispositivo Final1.      
tambiente=buffer2;        
//Añadimos en tambiente el valor de la temperatura ambiente del 
Dispositivo Final1. 
vcc=buffer3;         
//Añadimos en vcc el valor de la tension de la bateria del Dispositivo 
Final1. 
     
 
 
String ^sqlInsert="";       
//Definimos la variable sqlInsert que incluira los datos de la tabla 
mySQL. 
  OdbcCommand ^sqlCommand=gcnew OdbcCommand; 
 
              int  result=-1; 
 
sqlInsert = "insert into sondas(NumeroSonda,tsonda, tambiente, vcc) 
values ('" + NumeroSonda + "', '" + tsonda + "', '" + tambiente + "','" + 
vcc + "')"; 
              sqlCommand->Connection = myConnection;    
//Iniciamos conexion. 
sqlCommand->CommandText = sqlInsert;    
//Introducimos los valores de la tabla mySQL. 
 
result = sqlCommand->ExecuteNonQuery();    
//Guardamos el resultado de las operaciones en result. 
 
              if(result==0) 
  { 
   MessageBox::Show("No se han añadido datos!"); 
  } 
     
  result=-1; 
 
              sqlCommand=nullptr; 
         
  if (BateriaSonda1 <= 6 && CambioBateriaSonda1 == 0) 
  { 
System::Windows::Forms::MessageBox::Show("La batería del 
Dispositivo 1 se esta agotando","Advertencia”, 
MessageBoxButtons::OK,MessageBoxIcon::Exclamation); 
   CambioBateriaSonda1 = 1;  
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//Indicamos que ya hemos avisado del cambio de bateria. 
  } 
 } 
 
      
 
////////////////////////////////// 
  // Comprobamos si es la Sonda2. // 
  ////////////////////////////////// 
 
  if (DatoEnviado == 'b' && Sonda2 == 1)    
//Si recibimos una 'b' y Sonda 2 activada en el SCADA. 
  { 
   BufferBarraSonda2 = promedio1;     
   //Asignamos a BufferBarraSonda2 el valor del promedio1. 
   BufferBarraAmbiente2 = promedio2;     
//Asignamos a BufferBarraAmbiente2 el valor del promedio2. 
   BufferBarraTension2 = promedio3;     
//Asignamos a BufferBarraTension2 el valor del promedio3. 
 
SetTextSonda2Sonda(buffer1);     
  //Llamamos a la funcion para escribir en textBox el valor  
// Sonda2Sonda. 
SetTextSonda2Ambiente(buffer2);     
//Llamamos a la funcion para escribir en textBox el valor 
//Sonda2Ambiente. 
SetTextSonda2Tension(buffer3);     
  //Llamamos a la funcion para escribir en textBox el valor  
//Sonda2Tension. 
   Sonda2Escrita = 1;       
   //Indicamos que hemos escrito los textBox. 
   BateriaSonda2 = resultadoTension;     
//Variable global estado bateria Sonda2. 
 
   
 ///////////////////////////////////////////////////////////////////////// 
 // Aqui es donde empezamos a escribir en SQL los valores de la Sonda2. // 
 ///////////////////////////////////////////////////////////////////////// 
 
   String ^NumeroSonda=""; 
   String ^tsonda=""; 
   String ^tambiente=""; 
   String ^vcc=""; 
                 
     
     
NumeroSonda = "2";       
//Añadimos en NumeroSonda el valor de la sonda que envia los 
//datos. 
tsonda = buffer1;       
//Añadimos en tsonda el valor de la temperatura de la sonda del 
Dispositivo Final2. 
tambiente = buffer2;      
  //Añadimos en tambiente el valor de la temperatura ambiente del  
Dispositivo Final2. 
   vcc = buffer3;       
   //Añadimos en vcc el valor de la tension de la bateria del  
   Dispositivo Final2. 
 
String ^sqlInsert="";      
 //Definimos la variable sqlInsert que incluira los datos de la  
// tabla mySQL. 
     
   OdbcCommand ^sqlCommand=gcnew OdbcCommand; 
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                 int  result=-1; 
 
sqlInsert = "insert into sondas(NumeroSonda,tsonda, tambiente, 
vcc) values ('" + NumeroSonda + "', '" + tsonda + "', '" + 
tambiente + "','" + vcc + "')"; 
sqlCommand->Connection = myConnection;    
//Iniciamos conexion. 
sqlCommand->CommandText = sqlInsert;    
//Introducimos los valores de la tabla mySQL. 
 
               result = sqlCommand->ExecuteNonQuery();    
//Guardamos el resultado de las operaciones en result. 
 
   if(result==0) 
   { 
   MessageBox::Show("No se han añadido datos!"); 
   } 
   
 
               result=-1; 
 
   sqlCommand=nullptr; 
 
   if (BateriaSonda2 <= 6 && CambioBateriaSonda2 == 0) 
   { 
System::Windows::Forms::MessageBox::Show("La batería del 
Dispositivo 2 se esta 
agotando","Advertencia",MessageBoxButtons::OK,MessageBoxIco
n::Exclamation); 
    CambioBateriaSonda2 = 1;      
//Indicamos que ya hemos avisado del cambio de bateria. 
   } 
  } 
    } 
    
catch(...) 
   { 
    //If there was an exception, then close the handle to 
    //  the device and assume that the device was removed 
     
   } 
} 
 
 
 
 
 
///////////////////////////////////////////////////////// 
//         // 
//  RUTINA DE BOTON ON SONDA 1     // 
//         // 
///////////////////////////////////////////////////////// 
 
private: System::Void buttonOnSonda1_Click(System::Object^ sender, System::EventArgs^  
e)  
 { 
  if (COMActivado == 1)       
  //Si el Hardware coordinador esta conectado y correctamente identificado. 
  { 
   ovalShapeSonda1->FillColor = (Color::Green);   
//Indicador estado Sonda1 en Verde (Sonda1 habilitada). 
   timer6->Enabled = true;      
   //Activamos timer6 estado bateria Sonda1. 
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   BateriaSonda1 = 0;       
   //Inicializamos tension BateriaSonda1. 
 
   t1Sonda1->BackColor = (Color::Gold);    
   //Establecemos color 'ORO' a tiempo seleccionado de t1Sonda1. 
   t2Sonda1->BackColor = (Color::Transparent);   
   //Establecemos color 'transparente' al resto de botoneras. 
   t3Sonda1->BackColor = (Color::Transparent); 
   t4Sonda1->BackColor = (Color::Transparent); 
   t5Sonda1->BackColor = (Color::Transparent); 
 
   t1Sonda1->Enabled = true;      
//Activamos botonera de tiempo de adquisicion t1Sonda1. 
   t2Sonda1->Enabled = true;      
//Activamos botonera de tiempo de adquisicion t2Sonda1. 
   t3Sonda1->Enabled = true;    
   //Activamos botonera de tiempo de adquisicion t3Sonda1. 
   t4Sonda1->Enabled = true;      
//Activamos botonera de tiempo de adquisicion t4Sonda1. 
   t5Sonda1->Enabled = true;     
   //Activamos botonera de tiempo de adquisicion t5Sonda1. 
 
   Sonda1 = 1;        
   //Indicamos que la Sonda1 esta activada. 
   String^ envio = "a";       
//Asignamos el caracter 'a' a la variable envio definida como 
//String. 
   serialPort->Write(envio);      
//Enviamos la variable 'envio' al Hardware coordinador para 
//indicar que los datos son de Sonda1. 
String^ envio1 = "1";      
//Asignamos el caracter '1' a la variable envio1 definida como 
//String. 
   serialPort->Write(envio1);      
//Enviamos la variable 'envio1' al Hardware coordinador para 
//indicar t de adquisicion a Sonda1. 
            
    
   buttonOnSonda1->Enabled = false;    
//Como Sonda1 habilitada Boton ON Sonda1 deshabilitado. 
   buttonOffSonda1->Enabled = true;    
//Como Sonda1 habilitada Boton OFF Sonda1 habilitado. 
   //ovalShapeSonda1Adquisicion->FillColor = (Color::Transparent); 
  } 
 } 
 
 
 
///////////////////////////////////////////////////////// 
//         // 
//   RUTINA DE BOTON ON SONDA 2   // 
//         // 
///////////////////////////////////////////////////////// 
 
private: System::Void buttonOnSonda2_Click(System::Object^  sender, System::EventArgs^  
e) 
 { 
  if (COMActivado == 1)       
  //Si el Hardware coordinador esta conectado y correctamente identificado. 
  { 
   ovalShapeSonda2->FillColor = (Color::Green);   
//Indicador estado Sonda2 en Verde (Sonda2 habilitada). 
   timer7->Enabled = true;      
   //Activamos timer7 estado bateria Sonda2. 
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   BateriaSonda2 = 0;       
   //Inicializamos tension BateriaSonda2. 
 
   t1Sonda2->BackColor = (Color::Gold);    
   //Establecemos color 'ORO' a tiempo seleccionado de t1Sonda2. 
   t2Sonda2->BackColor = (Color::Transparent);   
   //Establecemos color 'transparente' al resto de botoneras. 
   t3Sonda2->BackColor = (Color::Transparent); 
   t4Sonda2->BackColor = (Color::Transparent); 
   t5Sonda2->BackColor = (Color::Transparent); 
     
   t1Sonda2->Enabled = true;      
//Activamos botonera de tiempo de adquisicion t1Sonda2. 
   t2Sonda2->Enabled = true;      
//Activamos botonera de tiempo de adquisicion t2Sonda2. 
   t3Sonda2->Enabled = true;      
//Activamos botonera de tiempo de adquisicion t3Sonda2. 
   t4Sonda2->Enabled = true;      
//Activamos botonera de tiempo de adquisicion t4Sonda2. 
   t5Sonda2->Enabled = true;      
//Activamos botonera de tiempo de adquisicion t5Sonda2. 
 
   Sonda2 = 1;        
   //Indicamos que la Sonda2 esta activada. 
   String^ envio = "b";       
//Asignamos el caracter 'b' a la variable envio definida como 
//String.  
   serialPort->Write(envio);      
//Enviamos la variable 'envio' al Hardware coordinador para 
//indicar que los datos son de Sonda2. 
String^ envio1 = "1";      
  //Asignamos el caracter '1' a la variable envio1 definida como  
//String. 
   serialPort->Write(envio1);      
//Enviamos la variable 'envio1' al Hardware coordinador para 
//indicar t de adquisicion a Sonda2. 
     
   buttonOnSonda2->Enabled = false;    
//Como Sonda2 habilitada Boton ON Sonda2 deshabilitado. 
buttonOffSonda2->Enabled = true;   //Como Sonda2 
habilitada Boton OFF Sonda2 habilitado. 
  } 
 } 
 
 
 
///////////////////////////////////////////////////////// 
//         // 
//   RUTINA DE BOTON OFF SONDA 1  // 
//         //  
///////////////////////////////////////////////////////// 
 
private: System::Void buttonOffSonda1_Click(System::Object^  sender, 
System::EventArgs^  e)  
{ 
 ovalShapeSonda1->FillColor = (Color::Red);     
//Indicador estado Sonda1 en Rojo (Sonda1 deshabilitada). 
 timer6->Enabled = false;       
 //Timer6 indicador estado de la bateria Sonda1. 
rectangleShapeBateriaSonda1->FillColor = (Color::Red); //Indicador estado 
//bateria Sonda1 en Rojo. 
 
 BateriaSonda1 = 0;       
 //Inicializamos el valor del estado bateria Sonda1. 
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 t1Sonda1->BackColor = (Color::Transparent);   
//Establecemos color 'transparente' al resto de botoneras. 
 t2Sonda1->BackColor = (Color::Transparent); 
 t3Sonda1->BackColor = (Color::Transparent); 
 t4Sonda1->BackColor = (Color::Transparent); 
 t5Sonda1->BackColor = (Color::Gold);    
//Establecemos color 'ORO' a tiempo seleccionado de t5Sonda1. 
 
 t1Sonda1->Enabled = false;       
//Desactivamos botonera de tiempo de adquisicion t1Sonda1. 
 t2Sonda1->Enabled = false;       
//Desactivamos botonera de tiempo de adquisicion t2Sonda1. 
 t3Sonda1->Enabled = false;       
//Desactivamos botonera de tiempo de adquisicion t3Sonda1. 
 t4Sonda1->Enabled = false;       
//Desactivamos botonera de tiempo de adquisicion t4Sonda1. 
 t5Sonda1->Enabled = false;       
//Desactivamos botonera de tiempo de adquisicion t5Sonda1. 
 
 Sonda1 = 0;         
 //Indicamos que la Sonda1 esta desactivada. 
    
 String^ envio = "a";    
//Asignamos el caracter 'a' a la variable envio definida como String.  
 serialPort->Write(envio);    
//Enviamos la variable 'envio' al Hardware coordinador para indicar que los 
//datos son de Sonda1. 
 String^ envio1 = "5";     
//Asignamos el caracter '5' a la variable envio1 definida como String. 
 serialPort->Write(envio1);    
//Enviamos la variable 'envio1' al Hardware coordinador para indicar t de 
//adquisicion a Sonda1. 
 
 BufferBarraSonda1=0;        
//Limpiamos el valor de la progressBarSonda1Sonda. 
 BufferBarraAmbiente1=0;        
//Limpiamos el valor de la progressBarSonda1Ambiente. 
 BufferBarraTension1 = 0;       
//Limpiamos el valor de la progressBarSonda1Tension. 
 textDatosRecibidosSonda1Sonda->Clear();    
//Limpiamos textBox textDatosRecibidosSonda1Sonda. 
 textDatosRecibidosSonda1Ambiente->Clear();   
//Limpiamos textBox textDatosRecibidosSonda1Ambiente. 
textDatosRecibidosSonda1Tension->Clear();   
//Limpiamos textBox textDatosRecibidosSonda1Tension.  
 
  buttonOnSonda1->Enabled = true;      
//Como Sonda1 deshabilitada Boton ON Sonda2 habilitado. 
  buttonOffSonda1->Enabled = false;     
//Como Sonda1 deshabilitada Boton OFF Sonda2 deshabilitado. 
 
  CambioBateriaSonda1 = 0;       
  //Reiniciamos advertencia aviso de bateria. 
 } 
 
///////////////////////////////////////////////////////// 
//         // 
//  RUTINA DE BOTON OFF SONDA 2   // 
//         // 
///////////////////////////////////////////////////////// 
 
private: System::Void buttonOffSonda2_Click(System::Object^  sender, 
System::EventArgs^  e)  
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{ 
 ovalShapeSonda2->FillColor = (Color::Red);     
//Indicador estado Sonda2 en Rojo (Sonda2 deshabilitada). 
 timer7->Enabled = false;       
 //Timer7 indicador estado de la bateria Sonda2. 
rectangleShapeBateriaSonda2->FillColor = (Color::Red); //Indicador estado 
//bateria Sonda2 en Rojo. 
 
 BateriaSonda2 = 0;       
 //Inicializamos el valor del estado bateria Sonda2. 
 
 t1Sonda2->BackColor = (Color::Transparent);   
//Establecemos color 'transparente' al resto de botoneras. 
 t2Sonda2->BackColor = (Color::Transparent); 
 t3Sonda2->BackColor = (Color::Transparent); 
 t4Sonda2->BackColor = (Color::Transparent); 
 t5Sonda2->BackColor = (Color::Gold);    
//Establecemos color 'ORO' a tiempo seleccionado de t5Sonda2. 
 
 t1Sonda2->Enabled = false;       
//Desactivamos botonera de tiempo de adquisicion t1Sonda2. 
 t2Sonda2->Enabled = false;  
 //Desactivamos botonera de tiempo de adquisicion t2Sonda2. 
 t3Sonda2->Enabled = false;       
//Desactivamos botonera de tiempo de adquisicion t3Sonda2. 
 t4Sonda2->Enabled = false;       
//Desactivamos botonera de tiempo de adquisicion t4Sonda2. 
 t5Sonda2->Enabled = false;       
//Desactivamos botonera de tiempo de adquisicion t5Sonda2. 
 
 Sonda2 = 0;         
 //Indicamos que la Sonda2 esta desactivada. 
 
 String^ envio = "b";     
//Asignamos el caracter 'a' a la variable envio definida como String. 
 serialPort->Write(envio);    
//Enviamos la variable 'envio' al Hardware coordinador para indicar que los 
//datos son de Sonda2. 
 String^ envio1 = "5";     
//Asignamos el caracter '5' a la variable envio1 definida como String. 
 serialPort->Write(envio1);    
//Enviamos la variable 'envio1' al Hardware coordinador para indicar t de 
//adquisicion a Sonda2. 
 
 
BufferBarraSonda2=0;        
//Limpiamos el valor de la progressBarSonda2Sonda. 
 BufferBarraAmbiente2=0;        
//Limpiamos el valor de la progressBarSonda2Ambiente. 
 BufferBarraTension2 = 0;       
//Limpiamos el valor de la progressBarSonda2Tension. 
 textDatosRecibidosSonda2Sonda->Clear();    
//Limpiamos textBox textDatosRecibidosSonda2Sonda. 
 textDatosRecibidosSonda2Ambiente->Clear();   
//Limpiamos textBox textDatosRecibidosSonda2Ambiente. 
 textDatosRecibidosSonda2Tension->Clear();   
//Limpiamos textBox textDatosRecibidosSonda2Tension. 
 
 buttonOnSonda2->Enabled = true;      
//Como Sonda2 deshabilitada Boton ON Sonda2 habilitado. 
 buttonOffSonda2->Enabled = false;     
//Como Sonda2 deshabilitada Boton OFF Sonda2 deshabilitado. 
 
 CambioBateriaSonda2 = 0;       
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//Reiniciamos advertencia aviso de bateria. 
} 
 
 
 
 
///////////////////////////////////////////////////////// 
//         // 
//   TIEMPOS ADQUISICION SONDA 1  // 
//         // 
///////////////////////////////////////////////////////// 
 
private: System::Void t1Sonda1_Click(System::Object^  sender, System::EventArgs^  e)  
{ 
 t1Sonda1->BackColor = (Color::Gold);    
//Establecemos color 'ORO' a tiempo seleccionado de t1Sonda1. 
 t2Sonda1->BackColor = (Color::Transparent);   
//Establecemos color 'transparente' al resto de botoneras. 
 t3Sonda1->BackColor = (Color::Transparent); 
 t4Sonda1->BackColor = (Color::Transparent); 
 t5Sonda1->BackColor = (Color::Transparent); 
    
 String^ envio = "a";       
//Asignamos el caracter 'a' a la variable envio definida como String.  
 serialPort->Write(envio);      
//Enviamos la variable 'envio' al Hardware coordinador para indicar que los 
//datos son de Sonda1. 
 String^ envio1 = "1";       
//Asignamos el caracter '1' a la variable envio1 definida como String. 
 serialPort->Write(envio1);      
//Enviamos la variable 'envio1' al Hardware coordinador para indicar t de 
//adquisicion a Sonda1. 
} 
 
 
 
Private: System::Void t2Sonda1_Click(System::Object^  sender, System::EventArgs^  e)  
{ 
 t1Sonda1->BackColor = (Color::Transparent);   
//Establecemos color 'transparente' al resto de botoneras. 
 t2Sonda1->BackColor = (Color::Gold);    
//Establecemos color 'ORO' a tiempo seleccionado de t2Sonda1. 
 t3Sonda1->BackColor = (Color::Transparent); 
 t4Sonda1->BackColor = (Color::Transparent); 
 t5Sonda1->BackColor = (Color::Transparent); 
 
 String^ envio = "a";       
//Asignamos el caracter 'a' a la variable envio definida como String. 
 serialPort->Write(envio);      
//Enviamos la variable 'envio' al Hardware coordinador para indicar que los 
//datos son de Sonda1. 
 String^ envio1 = "2";       
//Asignamos el caracter '2' a la variable envio1 definida como String. 
 serialPort->Write(envio1);      
//Enviamos la variable 'envio1' al Hardware coordinador para indicar t de 
//adquisicion a Sonda1. 
} 
private: System::Void t3Sonda1_Click(System::Object^  sender, System::EventArgs^  e)  
{ 
 t1Sonda1->BackColor = (Color::Transparent);   
//Establecemos color 'transparente' al resto de botoneras. 
 t2Sonda1->BackColor = (Color::Transparent);   
 t3Sonda1->BackColor = (Color::Gold);    
//Establecemos color 'ORO' a tiempo seleccionado de t3Sonda1. 
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 t4Sonda1->BackColor = (Color::Transparent); 
 t5Sonda1->BackColor = (Color::Transparent); 
 
 String^ envio = "a";       
//Asignamos el caracter 'a' a la variable envio definida como String. 
 serialPort->Write(envio);      
//Enviamos la variable 'envio' al Hardware coordinador para indicar que los 
//datos son de Sonda1. 
 String^ envio1 = "3";       
//Asignamos el caracter '3' a la variable envio1 definida como String. 
 serialPort->Write(envio1);      
//Enviamos la variable 'envio1' al Hardware coordinador para indicar t de 
//adquisicion a Sonda1. 
} 
 
 
private: System::Void t4Sonda1_Click(System::Object^  sender, System::EventArgs^  e)  
{ 
 t1Sonda1->BackColor = (Color::Transparent);   
//Establecemos color 'transparente' al resto de botoneras. 
 t2Sonda1->BackColor = (Color::Transparent); 
 t3Sonda1->BackColor = (Color::Transparent); 
 t4Sonda1->BackColor = (Color::Gold);    
//Establecemos color 'ORO' a tiempo seleccionado de t4Sonda1. 
 t5Sonda1->BackColor = (Color::Transparent); 
 
 String^ envio = "a";        
//Asignamos el caracter 'a' a la variable envio definida como String.  
 serialPort->Write(envio);       
//Enviamos la variable 'envio' al Hardware coordinador para indicar que los 
//datos son de Sonda1. 
 String^ envio1 = "4";        
//Asignamos el caracter '4' a la variable envio1 definida como String. 
 serialPort->Write(envio1);       
//Enviamos la variable 'envio1' al Hardware coordinador para indicar t de 
//adquisicion a Sonda1. 
} 
 
 
private: System::Void t5Sonda1_Click(System::Object^  sender, System::EventArgs^  e)  
{ 
 t1Sonda1->BackColor = (Color::Transparent);   
//Establecemos color 'transparente' al resto de botoneras. 
 t2Sonda1->BackColor = (Color::Transparent); 
 t3Sonda1->BackColor = (Color::Transparent); 
 t4Sonda1->BackColor = (Color::Transparent); 
 t5Sonda1->BackColor = (Color::Gold);    
//Establecemos color 'ORO' a tiempo seleccionado de t5Sonda1. 
 
 String^ envio = "a";        
//Asignamos el caracter 'a' a la variable envio definida como String.  
 serialPort->Write(envio);       
//Enviamos la variable 'envio' al Hardware coordinador para indicar que los 
//datos son de Sonda1. 
 String^ envio1 = "5";        
//Asignamos el caracter '5' a la variable envio1 definida como String. 
 serialPort->Write(envio1);       
//Enviamos la variable 'envio1' al Hardware coordinador para indicar t de 
//adquisicion a Sonda1. 
   } 
 
///////////////////////////////////////////////////////// 
//         // 
//   TIEMPOS ADQUISICION SONDA 2  // 
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//         // 
///////////////////////////////////////////////////////// 
 
private: System::Void t1Sonda2_Click(System::Object^  sender, System::EventArgs^  e)  
{ 
 t1Sonda2->BackColor = (Color::Gold);    
//Establecemos color 'ORO' a tiempo seleccionado de t1Sonda2. 
 t2Sonda2->BackColor = (Color::Transparent);   
//Establecemos color 'transparente' al resto de botoneras. 
 t3Sonda2->BackColor = (Color::Transparent); 
 t4Sonda2->BackColor = (Color::Transparent); 
 t5Sonda2->BackColor = (Color::Transparent); 
    
 String^ envio = "b";        
//Asignamos el caracter 'b' a la variable envio definida como String.  
 serialPort->Write(envio);       
//Enviamos la variable 'envio' al Hardware coordinador para indicar que los 
//datos son de Sonda2. 
 String^ envio1 = "1";        
//Asignamos el caracter '1' a la variable envio1 definida como String. 
 serialPort->Write(envio1);       
//Enviamos la variable 'envio1' al Hardware coordinador para indicar t de 
//adquisición a Sonda2. 
} 
 
 
private: System::Void t2Sonda2_Click(System::Object^  sender, System::EventArgs^  e)  
{ 
 t1Sonda2->BackColor = (Color::Transparent);   
//Establecemos color 'transparente' al resto de botoneras. 
 t2Sonda2->BackColor = (Color::Gold);    
//Establecemos color 'ORO' a tiempo seleccionado de t2Sonda2. 
 t3Sonda2->BackColor = (Color::Transparent); 
 t4Sonda2->BackColor = (Color::Transparent); 
 t5Sonda2->BackColor = (Color::Transparent); 
 
 String^ envio = "b";    
 //Asignamos el caracter 'b' a la variable envio definida como String.  
 serialPort->Write(envio);       
//Enviamos la variable 'envio' al Hardware coordinador para indicar que los 
//datos son de Sonda2. 
 string^ envio1 = "2";        
//Asignamos el caracter '2' a la variable envio1 definida como String. 
 serialPort->Write(envio1);       
//Enviamos la variable 'envio1' al Hardware coordinador para indicar t de 
//adquisicion a Sonda2. 
} 
 
 
private: System::Void t3Sonda2_Click(System::Object^  sender, System::EventArgs^  e)  
{ 
 t1Sonda2->BackColor = (Color::Transparent);   
//Establecemos color 'transparente' al resto de botoneras. 
 t2Sonda2->BackColor = (Color::Transparent); 
 t3Sonda2->BackColor = (Color::Gold);    
//Establecemos color 'ORO' a tiempo seleccionado de t3Sonda2. 
 t4Sonda2->BackColor = (Color::Transparent); 
 t5Sonda2->BackColor = (Color::Transparent); 
 
 String^ envio = "b";        
//Asignamos el caracter 'b' a la variable envio definida como String.   
 serialPort->Write(envio);       
//Enviamos la variable 'envio' al Hardware coordinador para indicar que los 
//datos son de Sonda2. 
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 String^ envio1 = "3";        
//Asignamos el caracter '3' a la variable envio1 definida como String. 
 serialPort->Write(envio1);       
//Enviamos la variable 'envio1' al Hardware coordinador para indicar t de 
//adquisicion a Sonda2. 
} 
 
 
private: System::Void t4Sonda2_Click(System::Object^  sender, System::EventArgs^  e)  
{ 
 t1Sonda2->BackColor = (Color::Transparent);   
//Establecemos color 'transparente' al resto de botoneras. 
 t2Sonda2->BackColor = (Color::Transparent); 
 t3Sonda2->BackColor = (Color::Transparent); 
 t4Sonda2->BackColor = (Color::Gold);    
//Establecemos color 'ORO' a tiempo seleccionado de t4Sonda2. 
 t5Sonda2->BackColor = (Color::Transparent); 
 
 String^ envio = "b";        
//Asignamos el caracter 'b' a la variable envio definida como String.  
 serialPort->Write(envio);       
//Enviamos la variable 'envio' al Hardware coordinador para indicar que los 
//datos son de Sonda2. 
 String^ envio1 = "4";        
//Asignamos el caracter '4' a la variable envio1 definida como String. 
 serialPort->Write(envio1);       
//Enviamos la variable 'envio1' al Hardware coordinador para indicar t de 
//adquisicion a Sonda2. 
} 
 
 
private: System::Void t5Sonda2_Click(System::Object^  sender, System::EventArgs^  e)  
{ 
 t1Sonda2->BackColor = (Color::Transparent);   
//Establecemos color 'transparente' al resto de botoneras. 
 t2Sonda2->BackColor = (Color::Transparent); 
 t3Sonda2->BackColor = (Color::Transparent); 
 t4Sonda2->BackColor = (Color::Transparent); 
 t5Sonda2->BackColor = (Color::Gold);    
//Establecemos color 'ORO' a tiempo seleccionado de t5Sonda2. 
 
 String^ envio = "b";        
//Asignamos el caracter 'b' a la variable envio definida como String.  
 serialPort->Write(envio);       
//Enviamos la variable 'envio' al Hardware coordinador para indicar que los 
//datos son de Sonda2. 
 String^ envio1 = "5";        
//Asignamos el caracter '5' a la variable envio1 definida como String. 
 serialPort->Write(envio1);       
//Enviamos la variable 'envio1' al Hardware coordinador para indicar t de 
//adquisicion a Sonda2. 
} 
 
}; 
} 
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1.2. Código coordinador 
 
/////////////////////////////////////////////////////////////////////////                                                                     
//         // 
//                        PROGRAMA COORDINADOR v.4                 // 
//                                                                            // 
//                David López Antón & Sergio Gala Trallero            // 
//          Ingeniería Técnica Industrial Especialidad Electrónica  // 
//                           UPC Barcelona                                    // 
//                           Enero 2012                                       // 
//                                                                             // 
///////////////////////////////////////////////////////////////////////// 
 
#include <18F4550.h>                //Libreria 18F4550 
 
#fuses 
HSPLL,MCLR,NOWDT,NOPROTECT,NOLVP,NODEBUG,USBDIV,PLL5,CPUDIV1,VREGEN 
/* 
  HSPLL:        Utilizamos un cristal de alta velocidad >= a 4MHZ en conjunto  
                 con el PLL de nuestro pic. 
  MCLR:         Activamos la opción de poder hacer RESET por Hardware. 
  NOWDT:        No vamos utilizar el perro guardián. 
  NOPROTECT:    Desactivamos la protección del código. 
  NOLVP:        Desactivamos la programación a bajo voltaje. 
  NODEBUG:      Modo debug desactivado. 
  USBDIV:       Significa que el clock del usb se tomará del: 
                 PLL/2 = 96Mhz/2 = 48Mhz. 
  PLL5:          Significa que el PLL prescaler dividirá en 5 la frecuencia del  
cristal. Para HS = 20Mhz/5 = 4Mhz (los 4Mhz son necesarios para 
que el PLL puesta trabajar con 48MHZ, por eso la division del cristal 
real de 20Mhz entre 4). 
  CPUDIV1:      El PLL postscaler  divide en 2  la frecuencia de salida del PLL  
de 96MHZ, si queremos 48MHZ, lo dejamos como está( esto quiere 
decir que el clock de nuestro pic trabajara con 48Mhz). 
  VREGEN:       Habilita el regulador de 3.3 volts que usa el módulo USB. 
*/ 
 
#use delay(clock=48000000)        //Clock de funcionamiento del PIC a 48 Mhz. 
#use rs232(baud=9600, xmit=pin_c6, rcv=pin_c7, bits=8) 
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#include ".\include\usb_cdc.h"    //Siempre va antes del include usb_desc_cdc.h 
#include "usb_desc_cdc.h"         //Librerias comunicacion USB CDC. 
 
//////////////////////////////////////////////////////////////// 
//                                                                        // 
//            DECLARACION DE VARIABLES GLOBALES     // 
//                                                                        // 
//////////////////////////////////////////////////////////////// 
 
int i=0;   
 
//Longitud ARRAY datos_SCADA. (Datos que recibiremos del SCADA). 
int const datos_SCADA = 2;  
 
//Longitud ARRAY datos_XBEE. (Datos que recibiremos del XBEE). 
int const datos_XBEE = 4;               
 
//Definimos ARRAY recibidos_SCADA. 
char recibidos_SCADA[datos_SCADA];  
 
 //Definimos ARRAY recibidos_XBEE. 
char recibidos_XBEE[datos_XBEE];   
 
 //Definimos ARRAY memoria Sonda1. (Datos que enviaremos por XBEE). 
char sonda1_XBEE[datos_SCADA];  
            
 //Definimos ARRAY memoria Sonda2. (Datos que enviaremos por XBEE). 
char sonda2_XBEE[datos_SCADA];  
  
 //Definimos ARRAY memoria Sonda1. (Datos que enviaremos por SCADA). 
char sonda1_SCADA[datos_XBEE]; 
 
//Definimos ARRAY memoria Sonda2. (Datos que enviaremos por SCADA). 
char sonda2_SCADA[datos_XBEE];          
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//////////////////////////////////////////////////////////////// 
//                                                                        // 
//                        RUTINA RECEPCION SCADA           // 
//                                                                       // 
//////////////////////////////////////////////////////////////// 
 
void recibimos_scada(void) 
{ 
   for(i=0;i<datos_SCADA;i++)                 
   { 
      recibidos_SCADA[i] = usb_cdc_getc();   //Recibimos datos del SCADA. 
   } 
    
   if (recibidos_SCADA[0] == 'a')            //Si pedimos datos Sonda1. 
   { 
      sonda1_XBEE[0] = recibidos_SCADA[0];  //Guardamos datos en sonda1_XBEE[0]. 
      sonda1_XBEE[1] = recibidos_SCADA[1];    
   } 
    
   if (recibidos_SCADA[0] == 'b')            //Si pedimos datos Sonda2. 
   { 
      sonda2_XBEE[0] = recibidos_SCADA[0];  //Guardamos datos en sonda2_XBEE[0]. 
      sonda2_XBEE[1] = recibidos_SCADA[1];    
   } 
} 
 
//////////////////////////////////////////////////////////////// 
//                                                                        // 
//                         RUTINA RECEPCION XBEE             // 
//                                                                        // 
//////////////////////////////////////////////////////////////// 
 
void recibimos_xbee(void) 
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{ 
   for(i=0;i<datos_XBEE;i++)                  
   { 
      recibidos_XBEE[i] = getc();            //Recibimos datos del XBEE. 
   } 
    
   if (recibidos_XBEE[0] == 'a')             //Si recibimos datos de Sonda1. 
   { 
      sonda1_SCADA[0] = recibidos_XBEE[0]; //Guardamos datos en sonda2_SCADA[0]. 
      sonda1_SCADA[1] = recibidos_XBEE[1];    
      sonda1_SCADA[2] = recibidos_XBEE[2];    
      sonda1_SCADA[3] = recibidos_XBEE[3];    
       
      putc(sonda1_XBEE[0]);         //Enviamos a XBEE dato Sonda1. 
      putc(sonda1_XBEE[1]);         //Enviamos a XBEE dato Tiempo Sonda1. 
       
      usb_cdc_putc(sonda1_SCADA[0]);      //Enviamos datos a SCADA de la Sonda1. 
      usb_cdc_putc(sonda1_SCADA[1]); 
      usb_cdc_putc(sonda1_SCADA[2]); 
      usb_cdc_putc(sonda1_SCADA[3]); 
       
      output_D(0x01);               //Verificacion en Protoboard (LED). 
      delay_ms(20); 
      output_D(0x00); 
   }   
    
   if (recibidos_XBEE[0] == 'b')             //Si recibimos datos de Sonda2. 
   { 
      sonda2_SCADA[0] = recibidos_XBEE[0]; //Guardamos datos en sonda2_SCADA[0]. 
      sonda2_SCADA[1] = recibidos_XBEE[1];    
      sonda2_SCADA[2] = recibidos_XBEE[2];    
      sonda2_SCADA[3] = recibidos_XBEE[3];    
            
      putc(sonda2_XBEE[0]);         //Enviamos a XBEE dato Sonda2. 
      putc(sonda2_XBEE[1]);         //Enviamos a XBEE dato Tiempo Sonda2. 
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      usb_cdc_putc(sonda2_SCADA[0]);      //Enviamos datos a SCADA datos Sonda2. 
      usb_cdc_putc(sonda2_SCADA[1]); 
      usb_cdc_putc(sonda2_SCADA[2]); 
      usb_cdc_putc(sonda2_SCADA[3]); 
       
      output_D(0x02);               //Verificacion en Protoboard (LED). 
      delay_ms(20); 
      output_D(0x00); 
   } 
} 
 
//////////////////////////////////////////////////////////////// 
//                                                                        // 
//                            PROGRAMA PRINCIPAL              // 
//                                                                        // 
//////////////////////////////////////////////////////////////// 
 
void main(void) 
{ 
   delay_ms(50);           //Realizamos espera de 50ms. 
    
   usb_cdc_init();         //Iniciamos USB con comunicacion CDC. 
   usb_init();             //Inicializamos USB. 
   usb_task();             //Habilitamos periferico USB e interrupciones. 
    
   sonda1_XBEE[0]='a';     //Configuramos parametros iniciales de Disp. Finales. 
   sonda1_XBEE[1]='5'; 
   sonda2_XBEE[0]='b'; 
   sonda2_XBEE[1]='5'; 
    
   putc(sonda1_XBEE[0]);   //Enviamos parametros iniciales a Disp. Finales. 
   putc(sonda1_XBEE[1]);    
   putc(sonda2_XBEE[0]);    
   putc(sonda2_XBEE[1]);    
       
   while (1)                     //Ejecucion ciclica del programa. 
 Red inalámbrica para instrumentación de procesos 
 - 53 - 
   {       
      if(usb_enumerated())       //Si el dispositivo esta enumerado.          
      {   
             //Si recibimos datos del SCADA llamamos rutina recibimos_scada(). 
         if (usb_cdc_kbhit()) recibimos_scada(); 
             //Si recibimos datos del XBEE llamamos rutina recibimos_xbee(). 
         if (kbhit()) recibimos_xbee();             
      } 
   }   
} 
 
1.3. Código dispositivo final 
 
 
///////////////////////////////////////////////////////////////////////// 
//                                                                             // 
//                      PROGRAMA DISPOSITIVO FINAL v.4              // 
//                                                                             // 
//                David López Antón & Sergio Gala Trallero            // 
//          Ingenieria Tecnica Industrial Especialidad Electronica  // 
//                           UPC Barcelona                                    // 
//                           Enero 2012                                        // 
//                                                                                   // 
///////////////////////////////////////////////////////////////////////// 
 
#include <18F4550.h>                //Libreria 18F4550 
 
#fuses 
HSPLL,MCLR,NOWDT,NOPROTECT,NOLVP,NODEBUG,USBDIV,PLL5,CPUDIV1,VREGEN 
 
/* 
  HSPLL:         Utilizamos un cristal de alta velocidad >= a 4MHZ en conjunto  
                 con el PLL de nuestro pic. 
  MCLR:          Activamos la opción de poder hacer RESET por Hardware. 
  NOWDT:        No vamos utilizar el perro guardián 
  NOPROTECT:    Desactivamos la protección del código 
  NOLVP:         Desactivamos la programación a bajo voltaje. 
  NODEBUG:      Modo debug desactivado. 
  USBDIV:       Significa que el clock del usb se tomará del:  
                 PLL/2 = 96Mhz/2 = 48Mhz. 
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  PLL5:          Significa que el PLL prescaler dividirá en 5 la frecuencia del  
                 cristal. Para HS = 20Mhz/5 = 4Mhz( los 4Mhz son necesarios  
                 para que el PLL puesta trabajar con 48MHZ, por eso la division  
                 del cristal real de 20Mhz entre 4). 
  CPUDIV1:      El PLL postscaler  divide en 2  la frecuencia de salida del PLL 
                 de 96MHZ, si queremos 48MHZ, lo dejamos como está( esto quiere  
                 decir que el clock de nuestro pic trabajara con 48Mhz). 
  VREGEN:       Habilita el regulador de 3.3 volts que usa el módulo USB. 
*/ 
 
#device ADC=8                        //Resolucion del ADC = 8 bits. 
#use delay(clock=48000000)       //Clock de funcionamiento del PIC a 48 Mhz. 
 
//Activamos comunicacion RS232 del PIC. 
#use rs232(baud=9600, xmit=pin_c6, rcv=pin_c7, bits=8)    
 
//////////////////////////////////////////////////////////////// 
//                                                                        // 
//             DECLARACION DE VARIABLES GLOBALES    // 
//                                                                        // 
//////////////////////////////////////////////////////////////// 
 
int i=0; 
 
char IdSonda = 0x00;         //Variable que indica la Id de la Sonda. 
char CodeSonda = 0x00;      //Variable que indica configuracion Sonda (PortB). 
 
int Tinicial = 1;            //Variable Tiempo inicial.           
 
int const datos = 100;       //Configuramos 100 adquisiciones por entrada. 
char buffer1[datos];         //ARRAY temperatura SONDA. 
char buffer2[datos];         //ARRAY temperatura DISPOSITIVO. 
char buffer3[datos];         //ARRAY nivel VCC dispositivo. 
 
int const datos_COORDINADOR = 2;      //Variable de datos que llegan del SCADA. 
char datos_SONDA[datos_COORDINADOR];  //ARRAY datos llegados del SCADA.  
 
int16 suma1, suma2, suma3 = 0;              //Sumas de las variables adquiridas. 
int8 promedio1, promedio2, promedio3 = 0;  //Promedios de las mediciones. 
 
//////////////////////////////////////////////////////////////// 
//                                                                        // 
//                            RUTINA DE ADQUISICION          // 
//                                                                        // 
 Red inalámbrica para instrumentación de procesos 
 - 55 - 
//////////////////////////////////////////////////////////////// 
 
void adquisicion(void) 
{ 
   set_adc_channel(0);       //Asignamos entrada AN0 como entrada Analogica. 
   delay_ms(20);             //Realizamos espera de 20ms. 
             
   for (i=0; i<datos; i++) 
   { 
      buffer1[i] = read_adc();  //Leemos datos entrada AN0 y guardamos en ARRAY. 
   } 
    
   suma1 = (int16)buffer1[0] + (int16)buffer1[1] + (int16)buffer1[2] +  
           (int16)buffer1[3] + (int16)buffer1[4] + (int16)buffer1[5] +  
           (int16)buffer1[6] + (int16)buffer1[7] + (int16)buffer1[8] +  
           (int16)buffer1[9] + (int16)buffer1[10] + (int16)buffer1[11] +  
           (int16)buffer1[12] + (int16)buffer1[13] + (int16)buffer1[14] +  
           (int16)buffer1[15] + (int16)buffer1[16] + (int16)buffer1[17] +  
           (int16)buffer1[18] + (int16)buffer1[19] + (int16)buffer1[20] +  
           (int16)buffer1[21] + (int16)buffer1[22] + (int16)buffer1[23] +  
           (int16)buffer1[24] + (int16)buffer1[25] + (int16)buffer1[26] +  
           (int16)buffer1[27] + (int16)buffer1[28] + (int16)buffer1[29] +  
           (int16)buffer1[30] + (int16)buffer1[31] + (int16)buffer1[32] +  
           (int16)buffer1[33] + (int16)buffer1[34] + (int16)buffer1[35] +  
           (int16)buffer1[36] + (int16)buffer1[37] + (int16)buffer1[38] +  
           (int16)buffer1[39] + (int16)buffer1[40] + (int16)buffer1[41] +  
           (int16)buffer1[42] + (int16)buffer1[43] + (int16)buffer1[44] +  
           (int16)buffer1[45] + (int16)buffer1[46] + (int16)buffer1[47] +  
           (int16)buffer1[48] + (int16)buffer1[49] + (int16)buffer1[50] +  
           (int16)buffer1[51] + (int16)buffer1[52] + (int16)buffer1[53] +  
           (int16)buffer1[54] + (int16)buffer1[55] + (int16)buffer1[56] +  
           (int16)buffer1[57] + (int16)buffer1[58] + (int16)buffer1[59] +  
           (int16)buffer1[60] + (int16)buffer1[61] + (int16)buffer1[62] +  
           (int16)buffer1[63] + (int16)buffer1[64] + (int16)buffer1[65] +  
           (int16)buffer1[66] + (int16)buffer1[67] + (int16)buffer1[68] +  
           (int16)buffer1[69] + (int16)buffer1[70] + (int16)buffer1[71] +  
           (int16)buffer1[72] + (int16)buffer1[73] + (int16)buffer1[74] +  
           (int16)buffer1[75] + (int16)buffer1[76] + (int16)buffer1[77] +  
           (int16)buffer1[78] + (int16)buffer1[79] + (int16)buffer1[80] +  
           (int16)buffer1[81] + (int16)buffer1[82] + (int16)buffer1[83] +  
           (int16)buffer1[84] + (int16)buffer1[85] + (int16)buffer1[86] +  
           (int16)buffer1[87] + (int16)buffer1[88] + (int16)buffer1[89] +  
           (int16)buffer1[90] + (int16)buffer1[91] + (int16)buffer1[92] +  
           (int16)buffer1[93] + (int16)buffer1[94] + (int16)buffer1[95] +  
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           (int16)buffer1[96] + (int16)buffer1[97] + (int16)buffer1[98] +  
           (int16)buffer1[99]; 
 
   set_adc_channel(1);       //Asignamos entrada AN1 como entrada Analogica. 
   delay_ms(20);             //Realizamos espera de 20ms. 
             
   for (i=0; i<datos; i++) 
   { 
      buffer2[i] = read_adc();  //Leemos datos entrada AN1 y guardamos en ARRAY. 
   } 
    
   suma2 = (int16)buffer2[0] + (int16)buffer2[1] + (int16)buffer2[2] +  
           (int16)buffer2[3] + (int16)buffer2[4] + (int16)buffer2[5] +  
           (int16)buffer2[6] + (int16)buffer2[7] + (int16)buffer2[8] +  
           (int16)buffer2[9] + (int16)buffer2[10] + (int16)buffer2[11] +  
           (int16)buffer2[12] + (int16)buffer2[13] + (int16)buffer2[14] +  
           (int16)buffer2[15] + (int16)buffer2[16] + (int16)buffer2[17] +  
           (int16)buffer2[18] + (int16)buffer2[19] + (int16)buffer2[20] +  
           (int16)buffer2[21] + (int16)buffer2[22] + (int16)buffer2[23] + 
           (int16)buffer2[24] + (int16)buffer2[25] + (int16)buffer2[26] +  
           (int16)buffer2[27] + (int16)buffer2[28] + (int16)buffer2[29] +  
           (int16)buffer2[30] + (int16)buffer2[31] + (int16)buffer2[32] +  
           (int16)buffer2[33] + (int16)buffer2[34] + (int16)buffer2[35] +  
           (int16)buffer2[36] + (int16)buffer2[37] + (int16)buffer2[38] +  
           (int16)buffer2[39] + (int16)buffer2[40] + (int16)buffer2[41] +  
           (int16)buffer2[42] + (int16)buffer2[43] + (int16)buffer2[44] +  
           (int16)buffer2[45] + (int16)buffer2[46] + (int16)buffer2[47] +  
           (int16)buffer2[48] + (int16)buffer2[49] + (int16)buffer2[50] +  
           (int16)buffer2[51] + (int16)buffer2[52] + (int16)buffer2[53] +  
           (int16)buffer2[54] + (int16)buffer2[55] + (int16)buffer2[56] +  
           (int16)buffer2[57] + (int16)buffer2[58] + (int16)buffer2[59] +  
           (int16)buffer2[60] + (int16)buffer2[61] + (int16)buffer2[62] +  
           (int16)buffer2[63] + (int16)buffer2[64] + (int16)buffer2[65] +  
           (int16)buffer2[66] + (int16)buffer2[67] + (int16)buffer2[68] +  
           (int16)buffer2[69] + (int16)buffer2[70] + (int16)buffer2[71] +  
           (int16)buffer2[72] + (int16)buffer2[73] + (int16)buffer2[74] +  
           (int16)buffer2[75] + (int16)buffer2[76] + (int16)buffer2[77] +  
           (int16)buffer2[78] + (int16)buffer2[79] + (int16)buffer2[80] +  
           (int16)buffer2[81] + (int16)buffer2[82] + (int16)buffer2[83] +  
           (int16)buffer2[84] + (int16)buffer2[85] + (int16)buffer2[86] +  
           (int16)buffer2[87] + (int16)buffer2[88] + (int16)buffer2[89] +  
           (int16)buffer2[90] + (int16)buffer2[91] + (int16)buffer2[92] +  
           (int16)buffer2[93] + (int16)buffer2[94] + (int16)buffer2[95] +  
           (int16)buffer2[96] + (int16)buffer2[97] + (int16)buffer2[98] +  
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           (int16)buffer2[99]; 
 
        
   set_adc_channel(4);      //Asignamos entrada AN4 como entrada Analogica. 
   delay_ms(20);            //Realizamos espera de 20ms. 
             
   for (i=0; i<datos; i++) 
   { 
      buffer3[i] = read_adc(); //Leemos datos entrada AN4 y guardamos en ARRAY. 
   } 
    
   suma3 = (int16)buffer3[0] + (int16)buffer3[1] + (int16)buffer3[2] +  
           (int16)buffer3[3] + (int16)buffer3[4] + (int16)buffer3[5] +  
           (int16)buffer3[6] + (int16)buffer3[7] + (int16)buffer3[8] +  
           (int16)buffer3[9] + (int16)buffer3[10] + (int16)buffer3[11] +  
           (int16)buffer3[12] + (int16)buffer3[13] + (int16)buffer3[14] +  
           (int16)buffer3[15] + (int16)buffer3[16] + (int16)buffer3[17] +  
           (int16)buffer3[18] + (int16)buffer3[19] + (int16)buffer3[20] +  
           (int16)buffer3[21] + (int16)buffer3[22] + (int16)buffer3[23] +  
           (int16)buffer3[24] + (int16)buffer3[25] + (int16)buffer3[26] +  
           (int16)buffer3[27] + (int16)buffer3[28] + (int16)buffer3[29] +  
           (int16)buffer3[30] + (int16)buffer3[31] + (int16)buffer3[32] +  
           (int16)buffer3[33] + (int16)buffer3[34] + (int16)buffer3[35] +  
           (int16)buffer3[36] + (int16)buffer3[37] + (int16)buffer3[38] +  
           (int16)buffer3[39] + (int16)buffer3[40] + (int16)buffer3[41] + 
           (int16)buffer3[42] + (int16)buffer3[43] + (int16)buffer3[44] +  
           (int16)buffer3[45] + (int16)buffer3[46] + (int16)buffer3[47] +  
           (int16)buffer3[48] + (int16)buffer3[49] + (int16)buffer3[50] +  
           (int16)buffer3[51] + (int16)buffer3[52] + (int16)buffer3[53] +  
           (int16)buffer3[54] + (int16)buffer3[55] + (int16)buffer3[56] + 
           (int16)buffer3[57] + (int16)buffer3[58] + (int16)buffer3[59] +  
           (int16)buffer3[60] + (int16)buffer3[61] + (int16)buffer3[62] +  
           (int16)buffer3[63] + (int16)buffer3[64] + (int16)buffer3[65] +  
           (int16)buffer3[66] + (int16)buffer3[67] + (int16)buffer3[68] +  
           (int16)buffer3[69] + (int16)buffer3[70] + (int16)buffer3[71] +  
           (int16)buffer3[72] + (int16)buffer3[73] + (int16)buffer3[74] +  
           (int16)buffer3[75] + (int16)buffer3[76] + (int16)buffer3[77] +  
           (int16)buffer3[78] + (int16)buffer3[79] + (int16)buffer3[80] +  
           (int16)buffer3[81] + (int16)buffer3[82] + (int16)buffer3[83] +  
           (int16)buffer3[84] + (int16)buffer3[85] + (int16)buffer3[86] +  
           (int16)buffer3[87] + (int16)buffer3[88] + (int16)buffer3[89] +  
           (int16)buffer3[90] + (int16)buffer3[91] + (int16)buffer3[92] +  
           (int16)buffer3[93] + (int16)buffer3[94] + (int16)buffer3[95] +  
           (int16)buffer3[96] + (int16)buffer3[97] + (int16)buffer3[98] +  
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           (int16)buffer3[99];                   
} 
 
 
 
///////////////////////////////////////////////////////////////// 
//                                                                          // 
//                                  PROMEDIO                         // 
//                                                                          // 
///////////////////////////////////////////////////////////////// 
 
void promedio(void) 
{ 
   promedio1 = (suma1 / datos);  //Hacemos promedio de datos temp SONDA. 
   promedio2 = (suma2 / datos);  //Hacemos promedio de datos temp DISPOSITIVO. 
   promedio3 = (suma3 / datos);  //Hacemos promedio de datos VCC dispositivo. 
} 
 
//////////////////////////////////////////////////////////////// 
//                                                                        // 
//                                    ENVIO                           // 
//                                                                        // 
//////////////////////////////////////////////////////////////// 
 
void envio(void) 
{ 
   putc(IdSonda);       //Enviamos datos a COORDINADOR. 
   putc(promedio1); 
   putc(promedio2); 
   putc(promedio3); 
} 
 
//////////////////////////////////////////////////////////////// 
//                                                                        // 
//                                  RECEPCION                       // 
//                                                                        // 
//////////////////////////////////////////////////////////////// 
 
void recepcion(void) 
{  
   for(i=0;i<datos_COORDINADOR;i++) 
   { 
      datos_SONDA[i] = getc();        //Recibimos datos del COORDINADOR. 
   } 
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   if (IdSonda == datos_SONDA[0])    //Si pedimos datos a esta sonda.       
   {   
      switch(datos_SONDA[1])          //Comparamos la variable del tiempo.                   
      { 
      case '1':                     
         Tinicial = 1;                 //Tiempo inicial adquisicion de 1 seg. 
         for (i=0;i<1;i++)            //Verificacion en Protoboard (LED's). 
         { 
            output_D(0x01); 
            delay_ms(100); 
            output_D(0x00); 
            delay_ms(200); 
         } 
      break; 
          
      case '2':                     
         Tinicial = 2;                 //Tiempo inicial adquisicion de 5 seg. 
         for (i=0;i<2;i++)            //Verificacion en Protoboard (LED's). 
         { 
            output_D(0x01); 
            delay_ms(100); 
            output_D(0x00); 
            delay_ms(200); 
         } 
      break; 
                
      case '3':                     
         Tinicial = 3;                 //Tiempo inicial adquisicion de 10 seg.  
         for (i=0;i<3;i++)            //Verificacion en Protoboard (LED's). 
         { 
            output_D(0x01); 
            delay_ms(100); 
            output_D(0x00); 
            delay_ms(200); 
         } 
      break; 
               
      case '4':                     
         Tinicial = 4;                 //Tiempo inicial adquisicion de 15 seg. 
         for (i=0;i<4;i++)            //Verificacion en Protoboard (LED's). 
         { 
            output_D(0x01); 
            delay_ms(100); 
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            output_D(0x00); 
            delay_ms(200); 
         } 
      break; 
                
      case '5':                     
         Tinicial = 5;                 //Tiempo inicial adquisicion de 20 seg. 
         for (i=0;i<5;i++)            //Verificacion en Protoboard (LED's). 
         { 
            output_D(0x01); 
            delay_ms(100); 
            output_D(0x00); 
            delay_ms(200); 
         } 
      break; 
      }  
   } 
} 
 
//////////////////////////////////////////////////////////////// 
//                                                                        // 
//                            PROGRAMA PRINCIPAL              // 
//                                                                        // 
//////////////////////////////////////////////////////////////// 
 
void main() 
{ 
   delay_ms(50);          //Realizamos espera de 50ms. 
       
   set_tris_B(0x1F);      //Configuramos el puerto B [0=Out; 1=In]. 
   set_tris_D(0);         //Configuramos el puerto D todo salidas. 
    
   //setup_adc_ports(AN0);                  //Sin usar VREF de 0 a 5V (GND - VCC). 
   //setup_adc_ports( AN0 || VSS_VDD );    //Canal AN0, Vref- = Vss, Vref+ = Vdd. 
   setup_adc_ports( AN0_TO_AN3 | VREF_VREF );    //Canal AN0, Rango VrefL-VrefH. 
   setup_adc(ADC_CLOCK_INTERNAL);          //Clock usado en el ADC. 
    
   CodeSonda = input_B(); //Leemos byte del Puerto B y guardamos en CodeSonda. 
    
   switch(CodeSonda)           //Asignamos IdSonda segun el codigo del puerto B.  
   { 
      case 0b00000000:         //Si el puerto B tiene este codigo 0b00000000. 
         IdSonda = 'a';        //Configuramos IdSonda como 'Sonda 1'   
      break; 
 Red inalámbrica para instrumentación de procesos 
 - 61 - 
          
      case 0b00000001:         //Si el puerto B tiene este codigo 0b00000001. 
         IdSonda = 'b';        //Configuramos IdSonda como 'Sonda 2' 
      break; 
   } 
         
   while(true)                 //Ejecucion ciclica del programa. 
   {     
      output_D(0x04);          //Hacemos Hibernar al XBee. 
      
      switch (Tinicial)        //Segun el valor de Tinicial hacemos la espera. 
      { 
         case 1: 
            delay_ms(1000);    //Si Tinicial es 1 la espera inicial es de 1 seg. 
         break; 
          
         case 2: 
            delay_ms(5000);    //Si Tinicial es 2 la espera inicial es de 5 seg. 
         break; 
          
         case 3: 
            delay_ms(10000);   //Si Tinicial es 3 la espera inicial es de 10 seg. 
         break; 
          
         case 4: 
            delay_ms(15000);   //Si Tinicial es 4 la espera inicial es de 15 seg. 
         break; 
          
         case 5: 
            delay_ms(20000);   //Si Tinicial es 5 la espera inicial es de 20 seg. 
         break; 
      } 
       
      output_D(0x00);          //Despertamos al XBEE. 
       
      adquisicion();           //Llamada a rutina adquisicion datos. 
      promedio();              //Llamada a rutina calculo de promedios. 
      envio();                 //Llamada a rutina envio de promedios. 
      recepcion();             //Llamada a rutina recepcion datos.   
   }   
}     
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1.4. Código PHP o Web 
 
<!DOCTYPE html PUBLIC "-//W3C//DTD XHTML 1.0 Transitional//EN" 
"http://www.w3.org/TR/xhtml1/DTD/xhtml1-transitional.dtd"> 
<html xmlns="http://www.w3.org/1999/xhtml"> 
<head> 
<meta http-equiv="Content-Type" content="text/html; charset=utf-8" /> 
<title>Documento sin título</title> 
</head> 
 
<body background="servidor/Imagenes/antenna_options_xbee.jpg" tracingopacity="10"> 
<table width="726"> 
<tr><td> 
<?php require("global.php"); 
// ponemos la consulta SQL en una variable 
$strSQL = "SELECT * FROM sondas WHERE NumeroSonda=1 ORDER BY Tiempo DESC LIMIT 1"; 
// ejecutamos la consulta y obtenemos un resultado 
$consulta=mysql_query($strSQL) or die(mysql_error()); 
$datos=mysql_fetch_array($consulta); 
?> 
 
<table border="1"> 
<caption>Sonda 1</caption> 
<tr><td>T. Sonda</td><td>T. Ambiente</td><td>VCC</td></tr> 
<tr><td><?php echo $datos["tsonda"]?></td><td><?php echo 
$datos["tambiente"]?></td><td><?php echo $datos["vcc"]?></td></tr> 
</table> 
 
</td> 
<td> 
 
<?php  
// ponemos la consulta SQL en una variable 
$strSQL = "SELECT max(tsonda), min(tsonda), avg(tsonda) FROM sondas WHERE 
NumeroSonda=1"; 
// ejecutamos la consulta y obtenemos un resultado 
$consulta=mysql_query($strSQL) or die(mysql_error()); 
$datos=mysql_fetch_array($consulta);?> 
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<table border="1"> 
<caption>Estadísticas Sonda1</caption> 
<tr><td>Max T. Sonda</td><td>Min T. Sonda</td><td>Mean T. Sonda</td></tr> 
<tr><td><?php echo $datos['max(tsonda)']?></td><td><?php echo 
$datos['min(tsonda)']?></td><td><?php echo $datos['avg(tsonda)']?></td></tr> 
</table> 
 
</td></tr> 
<tr><td> 
<?php  
// ponemos la consulta SQL en una variable 
$strSQL = "SELECT * FROM sondas WHERE NumeroSonda=2 ORDER BY Tiempo DESC LIMIT 1"; 
// ejecutamos la consulta y obtenemos un resultado 
$consulta=mysql_query($strSQL) or die(mysql_error()); 
$datos=mysql_fetch_array($consulta); 
?> 
 
<p>&nbsp;</p> 
<p>&nbsp;</p> 
<table border="1"> 
<caption>Sonda 2</caption> 
<tr><td>T. Sonda</td><td>T. Ambiente</td><td>VCC</td></tr> 
<tr><td><?php echo $datos["tsonda"]?></td><td><?php echo 
$datos["tambiente"]?></td><td><?php echo $datos["vcc"]?></td></tr> 
</table> 
</td><td> 
<?php  
// ponemos la consulta SQL en una variable 
$strSQL = "SELECT max(tsonda), min(tsonda), avg(tsonda) FROM sondas WHERE 
NumeroSonda=2"; 
// ejecutamos la consulta y obtenemos un resultado 
$consulta=mysql_query($strSQL) or die(mysql_error()); 
$datos=mysql_fetch_array($consulta);?> 
 
<p>&nbsp;</p> 
<p>&nbsp;</p> 
<table border="1"> 
<caption>Estadísticas Sonda2</caption> 
<tr><td>Max T. Sonda</td><td>Min T. Sonda</td><td>Mean T. Sonda</td></tr> 
<tr><td><?php echo $datos['max(tsonda)']?></td><td><?php echo 
$datos['min(tsonda)']?></td><td><?php echo $datos['avg(tsonda)']?></td></tr> 
</table> 
</td></tr></table> 
</body> 
</html> 
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CAPITULO 1: 
HARDWARE & SOFTWARE 
En este capitulo se muestra como poner en marcha el sistema y el material 
necesario para ello. 
1.1. Material 
El material que necesitamos para poner en marcha nuestra red inalámbrica para 
instrumentación de procesos es: 
 
• 1 dispositivo coordinador (drivers incluidos). 
• 2 dispositivos finales. 
• 1 PC. 
• Programa SCADA LOGA. 
• Programa WampServer (instalado en el PC). 
 
1.2. Puesta en marcha del sistema 
Antes de realizar la puesta en marcha del sistema debemos comprobar que 
disponemos del hardware y del software que se detalla en el apartado anterior, si 
es así lo primero que debe hacerse es: 
 
1. Verificar que WampServer se encuentre instalado en nuestro sistema. De 
no ser así proceder a instalarlo. Una vez finalizada la instalación activar el 
servicio WampServer si se desea tener acceso remoto al servidor. 
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2. Ejecutar el software SCADA LOGA. Aparecerá la pantalla de la figura 
siguiente. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura 1. Pantalla inicial SCADA. 
 
3. Conectar el dispositivo coordinador al puerto USB del PC y esperar a que el 
dispositivo sea reconocido por el software SCADA. En caso de no ser 
reconocido desconectar el cable USB y volver a conectar pasados unos 
segundos. 
Nota: En caso de ser el primer uso del hardware coordinador será 
necesario instalar los drivers del coordinador incluidos en el DVD.  
4. Conectar los dispositivos finales y esperar unos segundos para que la 
electrónica se estabilice y puedan comenzar a funcionar sin problemas. 
5. Si todo a funcionado correctamente el sistema estará listo para su uso y el 
estado del SCADA será como el que se puede observar en la siguiente 
figura, en caso contrario consultar el capitulo 4 Errores y soluciones de 
este manual. 
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Figura 2. Pantalla inicial SCADA estado comunicaciones OK. 
 
Llegado a este punto el sistema estaría preparado para recibir datos de los 
dispositivos finales, pero restaría por configurar los dispositivos finales para que 
el sistema SCADA mostrara los datos recibidos. Esto se puede ver en el siguiente 
apartado. 
 
1.3. Configuración dispositivos finales 
Para configurar los dispositivos finales se debe indicar la identificación de la 
sonda a través de un microswitch que se encuentra alojado en los dispositivos 
finales. Esto se puede observar en la siguiente figura. 
 
 
 
 
 
 
 
 
 
Figura 3. Hardware dispositivo final. 
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La numeración de cada sonda varía dependiendo de la posición de los switches 
(si el switch esta en la posición ON es un ‘1’ y sino es un ‘0’), como el switch 
tiene seis contactos el código binario resultante será el que nos indique el 
numero de la sonda. En la siguiente tabla se muestran unos ejemplos de 
codificación. 
 
 
 
Tabla 1. Ejemplos codificación dispositivos finales. 
 
Código Switch Identificación Sonda 
000000 Sonda 1 
000001 Sonda 2 
000010 Sonda 3 
000011 Sonda 4 
… … 
011001 Sonda 26 
 
De esta forma el usuario podría configurar el dispositivo final con la Id de Sonda 
que desee hasta un máximo de 26 dispositivos. 
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CAPITULO 2: 
SCADA 
En este capitulo se trata el funcionamiento del programa de control SCADA. Se 
explica las funciones del programa y como se puede controlar el tiempo de 
adquisición de las sondas. 
2.1. Estructura SCADA 
Para que el usuario se vaya familiarizando con el software SCADA se muestra en 
la siguiente figura la ventana del SCADA con una breve descripción del 
funcionamiento de cada parte del SCADA.  
 
 
 
 
 
 
 
 
 
 
 
 
Figura 4. Descripción ventana SCADA. 
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2.2. Puesta en marcha SCADA 
Una vez se ha conectado el sistema y configurado los dispositivos finales 
correctamente solo resta poner en marcha el software SCADA.  
Cuando iniciamos el software SCADA y el coordinador, el SCADA intenta enlazar 
con la base de datos de MySQL. En el caso de que WampServer no hubiera sido 
activado previamente, el SCADA nos mostrara un mensaje de error indicándonos 
que no puede enlazar con la base de datos. El error se puede visualizar en la 
siguiente figura.  
 
 
 
 
Figura 5. Error conexión tabla MySQL. 
 
Para solucionar el error consultar el capitulo 4 Errores y soluciones de este 
manual. 
Sino ha aparecido ningún tipo de error y el estado del SCADA es como el de la 
figura 2 se podrá activar el SCADA presionando el botón ON de la sonda que se 
desea que empiece a capturar datos. Si no es posible interactuar con el botón ON 
ni con el botón OFF, consultar el capitulo 4 Errores y soluciones de este manual. 
En la siguiente figura se puede visualizar el SCADA en pleno proceso de captura 
de datos. 
 
 
 
 
 
 
 
 
 
 
 
 
Figura 6. Imagen SCADA en funcionamiento. 
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2.3. Funcionamiento SCADA 
Una vez el SCADA se encuentra en funcionamiento permite seleccionar desde el 
PC los tiempos de adquisición de los dispositivos finales, estos tiempos pueden 
seleccionarse a través de la botonera que esta ubicada debajo de los botones de 
control ON/OFF. Los botones se pueden observar en la siguiente figura. 
 
 
 
 
 
Figura 7. Botonera tiempos de adquisición. 
 
El usuario puede cambiar el tiempo de adquisición tantas veces como desee en el 
proceso de adquisición, para ello solo debe clicar sobre el tiempo deseado y 
esperar que el SCADA cumpla con el anterior tiempo de adquisición. En caso de 
seleccionar un tiempo excesivo y no querer esperar a que finalice el proceso 
anterior de adqusición, el usuario puede realizar un reset del dispositivo final 
para que el nuevo tiempo de menor duración se configure al instante. Ello se 
consigue apretando el pulsador de reset del dispositivo final. El pulsador se 
puede visualizar en la siguiente figura. 
 
 
 
 
 
 
 
 
 
 
Figura 8. Imagen dispositivo final. 
 
El SCADA también adquiere el valor de las tensiones de las baterías de los 
dispositivos finales. En todo momento el usuario conoce el estado de la batería 
por el color del indicador de estado de batería.  
 
 Red inalámbrica para instrumentación de procesos 
 - 9 - 
 
Tabla 2. Indicador estado batería. 
 
Color indicador Estado energía batería 
Verde Bien 
Amarillo Medio 
Rojo Bajo 
  
Cuando la batería este llegando al final de su vida útil, el SCADA mostrara un 
mensaje en pantalla para que se proceda a cambiar la batería del dispositivo final 
que se esta quedando sin alimentación. El mensaje puede observarse en la 
siguiente figura. 
 
 
 
 
 
 
Figura 9. Mensaje batería casi agotada dispositivo final. 
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CAPITULO 3: 
BASE DE DATOS MYSQL 
En este capitulo se trata el funcionamiento de la base de datos MySQL. Se 
explica como acceder a los datos adquiridos y como exportar los datos a otros 
formatos para ser tratados. 
3.1. Base de datos MySQL 
Todos los datos adquiridos por los dispositivos finales son almacenados en una 
base de datos de MySQL, de esta forma disponemos de un historial de las 
capturas realizadas y la posibilidad de procesar si se desea, los datos adquiridos 
de una forma más rápida y sencilla. 
En los siguientes apartados se explica como acceder a los datos adquiridos y 
como exportar los datos de la tabla. 
 
3.1.1. Acceso a la base de datos MySQL 
Para poder acceder a la tabla que contiene los datos debe estar activado el 
programa WampServer. Para acceder se debe abrir el menú de WampServer 
haciendo clic con el botón izquierdo en el icono de WampServer ubicado al lado 
del reloj del sistema en la barra de inicio. El menú puede observarse en la 
siguiente figura. 
 
 
 
 
 
 Red inalámbrica para instrumentación de procesos 
 - 11 - 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura 10. Menú WampServer. 
Una vez abierto el menú se debe clicar en la opción phpMyAdmin y se abrirá el 
navegador web del sistema para poder gestionar la base de datos. Como 
podemos observar en la siguiente figura. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura 11. Ventana principal MySQL. 
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En el menú de la izquierda debemos clicar en la base de datos sensores. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura 12. Ventana tabla sensores. 
En el menú de la izquierda debemos clicar en la base de datos sondas para 
acceder a la tabla creada con los datos adquiridos. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura 13. Datos adquiridos tabla sondas. 
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3.1.2. Tabla sondas 
La tabla Sondas esta compuesta por 5 columnas que diferencian los datos 
obtenidos por las sondas: 
• Tiempo: Marca el tiempo y la fecha en el que se han adquirido los datos 
de temperatura.  
Nota: Este dato es propio de la tabla, no lo proporciona la sonda.  
• Nº de sonda: Muestra el número de sonda del cual pertenecen los datos 
de temperatura. 
• Tsonda: Muestra la temperatura que mide la sonda. 
• Tambiente: Muestra la temperatura ambiente. 
• Vcc: Muestra el nivel de la batería. 
 
 
 
 
 
 
Figura 14. Tabla Sondas. 
 
3.1.3. Exportación de datos 
Para la exportación de los datos hemos de ir al menú superior y clicar en 
exportar 
 
Figura 15. Menú superior Exportar. 
 
Ahora solo hemos de seleccionar el formato en el cual queremos exportar la tabla 
para su posterior tratamiento, gráficos, etc… 
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Figura 16. Selección formato de exportación de datos. 
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CAPITULO 4: 
ERRORES Y SOLUCIONES 
En este apartado se tratan los errores más comunes y la solución de los mismos. 
4.1. Errores comunes 
Tabla 3. Errores más comunes y soluciones. 
PROBLEMA SOLUCION 
No se ha guardado ningún valor en la base de datos Asegúrese de que el programa Wampserver esta 
inicializado y con todos los servicios activos. 
El indicador de adquisición de datos ha dejado de 
parpadear  
Asegúrese de que las sondas se encuentran dentro 
del rango de señal (máx 30m). Si ese no fuese el 
caso, presione  reset en la sonda. 
Aun reseteando la sonda, no se muestra ningún dato 
en el SCADA. 
Resetee el dispositivo coordinador. Asegúrese que en 
el SCADA, se visualiza: “Estado  coordinador: 
Conectado”. Una vez verificado, presione ON en cada 
sonda del SCADA, resetee las sondas. 
He clicado en el botón ON de cada sonda y sobre el 
tiempo de adquisición deseado, pero el SCADA no 
muestra ningún valor de temperatura. 
Asegúrese cuando se hace la puesta en marcha del 
sistema, de haber pulsado el botón de reset de las 
sondas durante 2-3 seg. 
Aun reseteando las sondas, el coordinador, 
reiniciando el programa, etc… sigo sin ver los datos 
adquiridos en el SCADA 
Verificar estado de la batería. 
Verificar distancia máxima entre sonda y coordinador 
(máx 30m) 
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RESUM  
Les Xarxes de Sensors sense fil són una tecnologia emergent molt prometedora 
per a una àmplia varietat d'aplicacions en enginyeria per la seva fàcil instal·lació i 
manteniment. Utilitzada inicialment en aplicacions militars, ara s'ha estès a 
moltes àrees industrials i d'interès social, com controls del procés de producció, 
monitorització de la salut, domòtica o control de trànsit. 
 
El nostre projecte està enfocat en el disseny d'una xarxa sense fils pel laboratori 
de química. El disseny consisteix en centralitzar una sèrie de sensors de 
temperatura mitjançant la tecnologia sense fils, i crear un programari específic 
per poder tractar i mostrar les dades obtingudes. 
RESUMEN  
Las Redes de Sensores Inalámbricos son una tecnología emergente muy 
prometedora para una amplia variedad de aplicaciones en ingeniería debido a su 
fácil instalación y mantenimiento. Usada inicialmente en aplicaciones militares, 
ahora se han extendido a muchas áreas industriales y de interés social, como 
controles del proceso de producción, monitorización de la salud, domótica o 
control de tráfico. 
Nuestro proyecto está enfocado en el diseño de una red inalámbrica para el 
laboratorio de química UPC Urgell (Barcelona). El diseño consiste en centralizar 
una serie de sensores de temperatura mediante la tecnología inalámbrica, y 
crear un software específico para poder tratar y mostrar los datos obtenidos. 
 
ABSTRACT 
Wireless Sensor Networks are a promising emerging technology for a wide 
variety of engineering applications due to its easy installation and maintenance. 
Initially used in military applications, has now spread to many areas of industrial 
and social interest, such as manufacturing process controls, health monitoring, 
home automation and traffic control. 
Our project is focused on the design of a wireless network to the chemistry lab. 
The design is to centralize a number of temperature sensors using wireless 
technology, and create specific software to process and display data. 
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CAPITULO 1: 
INTRODUCCIÓN 
 
1.1. Contexto y motivación 
Las redes de sensores inalámbricos están en el punto de mira de muchos 
investigadores y empresas tecnológicas. Su principal objetivo es la adquisición y 
el tratamiento de datos de forma rápida, flexible y autónoma, con múltiples 
aplicaciones en diferentes campos. 
  
Los dispositivos que utilizan nodos pueden comunicarse con la tecnología ZigBee, 
una tecnología en expansión debido a su creciente y amplio ámbito de utilización, 
unida a su flexibilidad de uso y bajo coste de implementación. 
 
La motivación de este PFC es implementar un sistema de comunicación 
inalámbrico, capaz de monitorizar procesos en los cuales la supervisión de alguna 
variable es de vital importancia para el posterior estudio del proceso. Una de las 
aplicaciones para este tipo de monitorización es en el que está centrado este 
proyecto, el cual es monitorizar  la temperatura de los experimentos realizados 
en el laboratorio de química UPC Urgell (Barcelona). 
 
La realización del siguiente proyecto ha sido motivada para conseguir adentrarse 
en el mundo de la monitorización inalámbrica, debido a la creciente importancia 
de las redes de sensores en los procesos industriales. Lo cual convierte a esta 
tecnología en un interesante campo de desarrollo para Ingenieros Electrónicos 
Industriales debido a que el proyecto permite tratar tanto desarrollo de Hardware 
(Seleccionar sensores, µC, etc.) como por Software (programación de µC, 
desarrollo de SCADA, etc.) combinando un amplio abanico de experimentos. 
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1.2. Objetivos 
El objetivo de este PFC es conseguir monitorizar las magnitudes físicas 
necesarias de forma inalámbrica, de los experimentos que se realicen en el 
laboratorio de química UPC Urgell (Barcelona). 
 
Para ello lo primero que debemos realizar es un estudio del estado del arte de las 
redes inalámbricas, de esta forma podremos determinar qué tipo de protocolo es 
el más idóneo para la realización de nuestro proyecto.  
 
Una vez definido el protocolo de comunicación que utilizaremos, se procederá al 
diseño de los sensores de temperatura inalámbricos haciendo uso de los 
transmisores y receptores adecuados para poder transmitir en el protocolo 
elegido. Estos sensores deberán ir provistos de un µC el cual será el encargado 
procesar y gestionar la información que se desea transmitir al receptor para el 
posterior tratado de la información. 
 
Otro objetivo es conseguir la implementación de un software SCADA 
(Supervisory Control And Data Acquisition) para poder gestionar que sensores 
deseamos utilizar, parámetros de configuración y poder tener de esa forma una 
central de monitorización y control, en la cual podamos visualizar los parámetros 
más importantes de la adquisición de datos. 
 
Dicho objetivo podemos desglosarlo en las siguientes tareas: 
 
• Revisión del estado del arte de las redes con sensores inalámbricos, con 
especial atención a la plataforma de comunicación basada en el tipo WPAN 
(Wireless Personal Area Network). 
• Diseño de los sensores inalámbricos para la adquisión de las variables 
físicas requeridas en el proceso (temperatura, humedad, etc.), siendo el 
interconexionado estándar y fácilmente intercambiables entre ellos. 
• Monitorización de las estructuras en función del estado de los sensores, 
baterías, nivel de señal, temperatura medida, etc.  
• Creación de un SCADA para la conexión de los sensores sin necesidad de 
cables al PC, centralización de las señales de temperatura obtenidas y 
tratamiento de datos. 
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1.3. Antecedentes 
El sistema antecesor está formado por una serie de sensores inalámbricos, que 
son los encargados de obtener las magnitudes físicas necesarias del proceso en 
estudio (temperatura). Dichos sensores transmiten la información de forma 
inalámbrica a un concentrador web. Para consultar los datos obtenidos por los 
sensores se puede acceder mediante navegador web o utilizando el SCADA. 
 
Los sensores inalámbricos constan de:  
• Batería. 
• Microcontrolador. 
• Módulo XBee para enviar los datos al concentrador. 
 
 
Figura 1. Sensor y transmisor inalámbrico. 
 
Los sensores inalámbricos son configurables y se puede variar el tiempo de 
adquisición. Para configurarlos es necesario utilizar un software específico vía 
conexión USB. De esta forma, según la necesidad, se puede optar por un 
seguimiento más preciso de la evolución de las magnitudes o un mayor ahorro 
energético de la batería del sensor.  
 
La obtención de la información puede ser visualizada por dos vías: 
 
• Vía Web podemos observar la temperatura adquirida por los sensores (ver 
figura 2). 
• Mediante un SCADA que permitirá además de ver la temperatura, 
podremos ver el nivel de señal que ofrece cada dispositivo y además el 
nivel de batería existente (ver figura 3). 
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El concentrador es el encargado de captar toda la información enviada por los 
dispositivos y enviarla a la red vía Ethernet para poder consultarlos vía http. 
 
 
 
Figura 2. Acceso HTTP. 
 
En el SCADA podemos consultar los valores de temperatura de los sensores 
además de poder visualizar otras magnitudes como por ejemplo el nivel de la 
señal de recepción de los sensores. Ver figura 3. 
  
 
 
Figura 3. SCADA mediante acceso OPC. 
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La arquitectura del sistema montado laboratorio de química UPC Urgell 
(Barcelona) podemos observarla en la figura 4. 
 
 
 
Figura 4. Red montada en laboratorio de la UPC. 
 
En resumen el sistema consta de las siguientes partes: 
 
• Una serie de módulos inalámbricos con sus respectivos sensores, batería, 
microcontrolador, etc. 
• Un dispositivo concentrador para envió de datos (Ethernet) a la red para 
su  visualización vía Web. 
• Un SCADA para visualizar los datos vía Ethernet en el PC. 
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CAPITULO 2: 
COMUNICACIONES 
INALÁMBRICAS 
Una red de sensores inalámbricos consiste en dispositivos autónomos 
espaciados, con el fin de monitorizar condiciones físicas o ambientales. En un 
principio sus aplicaciones fueron militares, pero actualmente su uso se está 
extendiendo significativamente para aplicaciones civiles. La clave del éxito de 
estos sensores autónomos radica en su bajo coste y capacidad de 
funcionamiento en tiempo real, lo cual impone uno de sus principales criterios de 
diseño: deben gastar la menor cantidad de energía para asegurar que sus 
baterías perduren el máximo tiempo posible. 
Un ámbito en el que resulta interesante la aplicación de redes es en la gestión 
urbana. Los municipios requieren de gran cantidad de equipos e infraestructuras 
que deben ser monitorizados. Un ejemplo muy ilustrativo sería la medida de 
tráfico que puede alertarnos de las congestiones o atascos, o bien algún sistema 
que nos indique las plazas de aparcamiento disponibles en una determinada zona 
de la ciudad. Las redes de sensores urbanísticas aparecen como una herramienta 
para la mejora de la gestión municipal en la entrega de información al 
ciudadano. 
 
Ventajas: 
• Lectura sin visión directa. 
• Integración con otras aplicaciones. 
• Bajo coste de instalación. 
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• Mantenimiento mínimo. 
 
Desventajas: 
• Contaminación EMC (Emisión de señales RF). 
• Velocidad de transmisión. 
 
 
A continuación se muestran algunos ejemplos en los que una red de sensores 
puede ayudar a controlar diversos aspectos de una ciudad: 
 
• Gestión de edificios (colegios, bibliotecas, etc.) 
• Gestión del espacio público. 
• Inventario y mantenimiento de redes públicas, mobiliario, etc. 
• Trafico (cantidad de coches que pasan por una calle o cruce conflictivo). 
• Protección Civil (control de incendios). 
• Gestión de residuos y limpieza viaria (control de contenedores). 
• Inspección de obras y actividades, control ambiental, etc. 
 
2.1. Tecnología ZigBee 
ZigBee es el nombre de la especificación de un conjunto de protocolos de alto 
nivel de comunicación inalámbrica para su utilización con radiodifusión digital de 
bajo consumo, basada en el estándar IEEE 802.15.4 de redes inalámbricas de 
área personal (Wireless Personal Area Network, WPAN). Su objetivo son las 
aplicaciones que requieren comunicaciones seguras con bajas tasas de envío de 
datos y maximización de la vida útil de sus baterías. 
 
Las redes ZigBee han sido diseñadas para conservar la energía en los nodos 
esclavos. De esta forma se consigue un bajo consumo energético. La estrategia 
utilizada consiste en que los nodos esclavos permanezcan el mayor tiempo 
posible en modo sleep (dormido), de tal forma de que el nodo solamente 
despierte unas fracciones de segundo para confirmar que se encuentra operativo 
dentro de la red de dispositivos de la cual forma parte. Esta transición del estado 
sleep al modo despierto (modo en el cual se realiza la transferencia de datos), 
dura alrededor de 15 ms y la enumeración de esclavos dura alrededor de 30 ms. 
 
Los protocolos ZigBee están definidos para usarlos en aplicaciones empotradas 
con requerimientos muy bajos de transmisión de datos y consumo energético. Se 
pretende su uso en aplicaciones de propósito general con características auto 
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organizativas y bajo coste. Puede utilizarse para realizar control industrial, 
recolectar datos médicos, ejercer labores de detección de humo, detección de 
intrusos o en aplicaciones domóticas. La red en su conjunto utiliza una cantidad 
muy pequeña de energía de forma que cada dispositivo individual pueda tener 
una autonomía de hasta 5 años antes de necesitar un recambio en su sistema de 
alimentación. 
 
ZigBee utiliza la banda ISM (Industrial Scientific and Medical) para usos 
industriales, científicos y médicos; en concreto, 868 MHz en Europa, 915 MHz en 
Estados Unidos y 2,4 GHz en todo el mundo. Sin embargo a la hora de diseñar 
dispositivos las empresas optan prácticamente siempre por la banda de 2,4 GHz 
por ser de uso libre en todo el mundo (No son necesarias licencias). El desarrollo 
de la tecnología ZigBee se centra en la sencillez y el bajo coste, más que otras 
redes inalámbricas semejantes de la familia WPAN, como por ejemplo Bluetooth. 
 
El uso del protocolo ZigBee nos permite desde reemplazar un cable por una 
comunicación inalámbrica serie, hasta el desarrollo de configuraciones punto a 
punto, multipunto, peer-to-peer (todos los nodos conectados entre sí) o redes 
complejas de sensores mediante el uso de los módulos transmisores XBee. XBee 
ha sido creado por ZigBee Alliance, una organización, teóricamente sin ánimo de 
lucro, de más de 200 grandes empresas (Mitsubishi, Honeywell, Philips, 
Invensys, entre otras), muchas de ellas fabricantes de semiconductores.  
 
 
 
 
 
 
Figura 5. Tecnologías de 2.4 GHz. 
 
 
La descripción de cada una de las tecnologías podemos verla en la siguiente 
tabla: 
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Tabla 1. Ámbito de alcance de las diferentes tecnologías.  
 
Tecnología Ámbito de alcance 
WAN 
Wide Area Network (Red de área amplia). 
Es un tipo de red de computadoras capaz de cubrir distancias 
desde unos 100 hasta unos 1000 km, proveyendo de servicio a 
un país o un continente. 
MAN 
Metropolitan Area Network (Red de Área Metropolitana). 
Es una red de alta velocidad (banda ancha) que da cobertura en 
un área geográfica extensa, proporciona capacidad de integración 
de múltiples servicios mediante la transmisión de datos, voz y 
vídeo, sobre medios de transmisión tales como fibra óptica y par 
trenzado. 
LAN 
Local Area Network (Red de Área Local) 
Son redes de propiedad privada que se implantan en una 
empresa, un almacén, un hospital o un centro de enseñanza. Por 
ejemplo las WLAN que son compatibles con Wi-Fi cada vez se 
utilizan más para redes LAN inalámbricas públicas y privadas. 
PAN 
Personal Area Network (Red de Área Personal) 
Es una red que permite comunicar e intercambiar información 
entre ordenadores, PDA, impresoras, teléfonos móviles y otros 
dispositivos dentro de un área limitada, normalmente unos pocos 
metros. Las tecnologías PAN más utilizadas son las conexiones 
por infrarrojos y los módulos de Bluetooth por radio frecuencia, 
que funcionan en frecuencias de 2,4 GHz sin licencia. 
 
IEEE define dos familias estándar dentro de las redes PAN: la IEEE 1451 (para 
transductores de interfaz inteligente, sensores y actuadores) y la IEEE 802.15 
(para redes inalámbricas de área personal). 
 
 
Estándar IEEE 1451  
Se trata de un conjunto de normas para conectar sensores y actuadores de 
microprocesadores, sistemas de instrumentación y redes. Está formada por TIM, 
NCAP y TEDS. 
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TIM: 
Dispositivo que contiene un conjunto de transductores de 
acondicionamiento de señal, conversión de datos y módulos de 
software.  
NCAP: 
(Definido por el estándar 1451.1) cualquier tipo de red de 
dispositivos conectados (ordenador, portátil, PDA o procesador) que 
recibe los datos captados a partir de un conjunto de TIMs. 
TEDS: 
(Definido por el estándar 1451.0) es prácticamente una memoria de 
los dispositivos conectados al transductor, que almacena: 
identificación, calibración, corrección de datos, rango de medición e 
información relacionada con el fabricante. 
  
 
Estándar IEEE 802.15  
ZigBee Alliance hizo suya la norma IEEE 802.15.4, que define el protocolo de las 
capas OSI (Open Systems Inteconnect, describe la definición de las capas en un 
sistema de red) superiores y desarrolla perfiles de aplicación que pueden 
compartirse entre los diferentes fabricantes.  La tabla OSI podemos observarla 
en la figura 6. 
 
 
 
Figura 6. Tabla OSI. 
 
 
Las diferentes capas que conforman la tabla OSI, con una breve explicación de 
su función, podemos verlas a continuación: 
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Capa física 
Es la que se encarga de las conexiones físicas de la computadora hacia la red, 
tanto en lo que se refiere al medio físico como a la forma en la que se transmite 
la información. 
 
Sus principales funciones se pueden resumir como: 
• Definir el medio o medios físicos por los que va a viajar la comunicación: 
cables de pares trenzados (o no, como en RS232/EIA232), coaxial, guías 
de onda, aire, fibra óptica. 
• Definir las características de los materiales (componentes y conectores 
mecánicos) y las características eléctricas (niveles de tensión) que se van 
a usar en la transmisión de los datos por los medios físicos. 
• Definir las características funcionales de la interfaz (establecimiento, 
mantenimiento y liberación del enlace físico). 
 
Capa de enlace de datos 
Esta capa se ocupa del direccionamiento físico, de la topología de la red, del 
acceso al medio, de la detección de errores, de la distribución ordenada de 
tramas y del control del flujo. 
La función de la capa de enlace de datos es tomar una transmisión de datos y 
transformarla, en una abstracción libre de errores de transmisión, para la capa 
de red.  Este proceso se lleva a cabo dividiendo los datos de entrada en tramas 
de datos (de unos cuantos cientos de bytes), transmitiendo después las tramas 
en forma secuencial, procesando las tramas de estado que envía el nodo destino. 
 
Capa de red 
Se encarga de identificar el enrutamiento existente entre una o más redes. Las 
unidades de información se denominan paquetes, y se pueden clasificar en 
protocolos enrutables y protocolos de enrutamiento. 
• Enrutables: viajan con los paquetes. 
• Enrutamiento: permiten seleccionar las rutas. 
El objetivo de la capa de red es hacer que los datos lleguen desde el origen al 
destino, aun cuando ambos no estén conectados directamente. Los dispositivos 
que facilitan tal tarea se denominan enrutadores, aunque es más frecuente 
encontrar el nombre inglés routers. Los routers trabajan en esta capa, aunque 
pueden actuar como switch de nivel 2 en determinados casos, dependiendo de la 
función que se le asigne. Los firewalls actúan sobre esta capa principalmente, 
para descartar direcciones de máquinas. 
En este nivel se realiza el direccionamiento lógico y la determinación de la ruta 
de los datos hasta su receptor final. 
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Capa de transporte 
Como indica su nombre es la capa encargada de efectuar el transporte de los 
datos (que se encuentran dentro del paquete) de la máquina origen a la de 
destino, independizándolo del tipo de red física que se esté utilizando.  
 
Capa de sesión 
Esta capa es la que se encarga de mantener y controlar el enlace establecido 
entre dos sistemas que están transmitiendo datos. La función de esta capa es 
garantizar que en caso de sufrir una interrupción en el envío de datos se puedan 
reanudar. En muchos casos, los servicios de la capa de sesión son parcial o 
totalmente prescindibles. 
 
Capa de presentación 
El objetivo es encargarse de la representación de la información, de manera que 
aunque distintos equipos puedan tener diferentes representaciones internas de 
caracteres los datos lleguen de manera reconocible. 
Esta capa es la primera en trabajar más el contenido de la comunicación que el 
cómo se establece la misma. En ella se tratan aspectos tales como la semántica 
y la sintaxis de los datos transmitidos, ya que distintas computadoras pueden 
tener diferentes formas de manejarlas. 
Esta capa también permite cifrar los datos y comprimirlos. Por lo tanto, podría 
decirse que esta capa actúa como un traductor. 
 
Capa de aplicación 
Ofrece a las aplicaciones la posibilidad de acceder a los servicios de las demás 
capas y define los protocolos que utilizan las aplicaciones para intercambiar 
datos, como correo electrónico, gestores de bases de datos y servidores de 
ficheros.  
En cuanto a la gestión del control de acceso al medio, hace uso de CSMA/CA 
(Carrier Senser Multiple Acces with Collision Avoidance, acceso múltiple por 
detección de portadora con evasión de colisiones) que es un protocolo de bajo 
nivel que permite que múltiples estaciones utilicen el mismo canal. Aunque 
CSMA/CA asegure que un nodo va a obtener un acceso al medio, no asegura que 
el nodo destino esté en contacto con el nodo origen.  
 
El funcionamiento del protocolo seria el siguiente: 
La estación que desea transmitir escucha a la red. Si la red está ocupada, la 
transmisión se suspende hasta más tarde. Sin embargo, si el medio permanece 
libre durante un cierto período de tiempo conocido por el nombre de DIFS 
(Distributed InterFrame Space, espacio entre tramas), la estación puede 
transmitir la señal. La estación transmite un mensaje RTS (Ready To Send, listo 
para enviar) con información sobre la cantidad de datos que desea enviar y la 
velocidad de transmisión. El receptor, que por lo general es un punto de acceso, 
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responde con un mensaje CTS (Clear To Send, listo para transmitir) y la estación 
tras recibir dicho mensaje comenzaría a transmitir los  datos. Cuando se han 
recibido todos los datos enviados por la estación, el receptor envía un acuse de 
recibo ACK (Acknowledge Receipt of a Packet).  
Una vez se acabara la transmisión de datos empezaría un nuevo ciclo para cada 
una de las estaciones cercanas que desearan enviar información, debemos saber 
que en el protocolo ZigBee podemos disponer de un máximo de 65535 nodos 
distribuidos en subredes de 255 nodos cada una. 
 
Redes Multi-Hop Mesh 
La topología multi-Hop permite la adaptación de los nodos a la red de una forma 
fiable. Una red Mesh es en realidad un nombre genérico para denominar una 
tipología de sistemas conectados a una red que comparten varias características 
tales como: 
 
 
Multi-Hop: 
Es la capacidad de enviar mensajes peer-to-peer hacía 
una estación base de modo que permite que la red sea 
escalable. 
Self-
Configuring: 
Es la capacidad que tiene la red de autoformarse sin 
necesidad de la intervención humana. 
Self-Healing: 
Es la capacidad que tiene la red de añadir y quitar nodos 
sin necesidad de tener que reinicializarse. 
Dynamic 
Routing: 
Determina la ruta de un paquete basándose en las 
condiciones dinámicas de la red. (Calidad del enlace, 
número de saltos, etc...). 
 
Las redes multi–Hop son en gran parte las responsables de una comunicación 
fiable en lo que a la transmisión de los datos de un nodo a otro se refiere. Los 
paquetes de datos van saltando de un nodo a otro, si la red que estamos 
empleando tiene un gran número de nodos es posible que alguno de ellos por 
alguna razón caiga, esto quiere decir que si estamos utilizando una red multi-
Hop, ésta de una forma totalmente autónoma escogerá otro nodo para seguir 
con la comunicación y de esta manera la red continuará enviando datos de un 
modo fiable. Si no fuese así, la comunicación quedaría cortada si un nodo dejara 
de funcionar.  
En la tabla 1 podemos ver una comparativa de las principales topologías de red 
así como sus características y conceptos básicos. En la siguiente imagen 
podemos observar tres de las topologías nombradas en la comparativa y el papel 
que juega cada una de ellas. 
 
 Red inalámbrica para instrumentación de procesos 
 - 17 - 
 
 
Figura 7. Esquemas de topologías disponibles en ZigBee.  
 
Como podemos observar en la imagen de la figura 7 ZigBee permite tres 
topologías de red: 
 
• Topología en estrella: El coordinador se sitúa en el centro. 
• Topología en árbol: El coordinador será la raíz del árbol. 
• Topología de malla: Al menos uno de los nodos tendrá más de dos 
conexiones. 
 
A la red en estrella podríamos tipificarla como la topología más sencilla de todas 
ellas. Esta topología tiene un coordinador conectado a una red con uno o más 
dispositivos “end point”. Cabe recordar que un dispositivo “end point” se 
comunica solamente con un enroutador o coordinador, y nunca directamente con 
otro dispositivo que sea “end point”. Un ejemplo simple y muy gráfico para 
entender este tipo de topología seria el conjunto formado por una televisión y su 
mando a distancia. 
La topología “cluster tree” conocida comúnmente con el nombre de topología en 
árbol, es una red mucho más complicada que la red en estrella. Este tipo de 
topología es similar a la usada para la conexión en redes de PC, en la cual los 
dispositivos se bifurcan como si de un árbol de tratase. La topología más 
interesante (y una de las causas por las que parece que puede triunfar ZigBee) 
es la topología de malla. Ésta permite que si en un momento dado un nodo del 
camino falla y cae, pueda seguir la comunicación entre todos los demás. Los 
nodos pueden seguir comunicándose debido a que el coordinador es el encargado 
de rehacer y gestionar todos los caminos.  
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Tabla 2. Comparativa de las principales topologías.  
 
Topología Características Ventajas Inconvenientes 
Redes 
totalmente 
unidas 
Todos los nodos 
de la red están 
unidos. Es decir, 
si un nodo envía 
un paquete, este 
llega a todos los 
nodos. 
Es una red fiable 
y robusta frente 
a los errores. 
El problema de 
encaminamiento 
para redes con un 
gran número de 
nodos es 
computacionalmente 
insuperable incluso 
disponiendo de una 
gran potencia de 
cálculo. 
Redes en 
estrella 
Todos los nodos 
de esta tipología 
están unidos a 
un nodo 
principal. 
Si un enlace de 
comunicaciones 
se corta, esto 
solo afectará a 
un nodo. 
Si el nodo principal 
está inhabilitado, la 
red estará 
inhabilitada. 
Redes en árbol 
Es una serie de 
redes en estrella 
pero no tiene un 
nodo central. En 
cambio tiene un 
nodo de enlace 
troncal. 
El fallo de un 
nodo no implica 
interrupción en 
las 
comunicaciones. 
Si el nodo principal 
se viene abajo lo 
hará toda la red con 
él. 
Redes en anillo 
Todos los nodos 
realizan la 
misma función y 
no hay ningún 
nodo principal. 
Un mensaje 
enviado por un 
nodo puede 
llegar a 
cualquier otro 
sin necesidad de 
ser enviado a 
todos los nodos. 
Si un enlace cae 
puede que la red 
quede inhabilitada. 
Redes self-
healing ring 
Es igual que una 
red en anillo, 
solo que esta red 
tiene dos anillos. 
LA comunicación 
es más fiable 
que una red 
típica en anillo. 
Sigue siendo una 
red muy poco fiable. 
 
 
Una red ZigBee está formada básicamente por 3 tipos de elementos. Un único 
dispositivo coordinador, dispositivos routers y dispositivos finales (End points).  
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Figura 8. Conexión típica red XBEE. 
 
 
Coordinador ZigBee: 
(ZigBee Coordinator, ZC) 
Es el tipo de dispositivo más completo. Debe existir 
uno por red. Sus funciones son las de encargarse de 
controlar la red y los caminos que deben seguir los 
dispositivos para conectarse entre ellos. 
Router ZigBee: 
(ZigBee Router, ZR) 
Es un nodo que crea y mantiene información sobre 
la red para determinar la mejor ruta para transmitir 
un paquete de información. Lógicamente un router 
debe unirse a una red ZigBee antes de poder actuar 
como Router retransmitiendo paquetes de otros 
routers o de End points.  
Dispositivo Final: 
(ZigBee End Device, ZED) 
 
Los dispositivos finales no tienen capacidad de 
enrutar paquetes. Deben interactuar siempre a 
través de su nodo padre, ya sea este un 
Coordinador o un Router, es decir, no puede enviar 
información directamente a otro end device. 
Normalmente estos equipos van alimentados a 
baterías. El consumo es menor al no tener que 
realizar funciones de enrutamiento. 
Cabe destacar que no siempre es necesario utilizar coordinador, router y 
dispositivo final. En el mayor de los casos como es el caso de nuestra aplicación, 
es suficiente con la utilización de un coordinador ZigBee y los dispositivos finales 
necesarios.  
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2.2. Tecnología Bluetooth 
Bluetooth es una especificación industrial para Redes Inalámbricas de Área 
Personal (WPAN) que posibilita la transmisión de voz y datos entre diferentes 
dispositivos mediante un enlace por radiofrecuencia en la banda ISM de los 2,4 
GHz.  
 
Los principales objetivos que se pretenden conseguir con esta norma son: 
 
• Facilitar las comunicaciones entre equipos móviles y fijos. 
• Eliminar cables y conectores entre éstos. 
• Ofrecer la posibilidad de crear pequeñas redes inalámbricas y facilitar la 
sincronización de datos entre equipos personales. 
 
Se denomina Bluetooth al protocolo de comunicaciones diseñado especialmente 
para dispositivos de bajo consumo, con baja cobertura y basados en 
transceptores de bajo coste. Los dispositivos que implementan este protocolo 
pueden comunicarse entre ellos cuando se encuentran dentro del radio de 
acción. Las comunicaciones se realizan por radiofrecuencia de forma que los 
dispositivos no tienen que estar alineados y pueden incluso estar en habitaciones 
separadas si la potencia de transmisión lo permite. Estos dispositivos se 
clasifican como "Clase 1", "Clase 2" o "Clase 3" en referencia a su potencia de 
transmisión ver tabla 2, siendo totalmente compatibles los dispositivos de una 
clase con los de las otras. 
 
Tabla 3. Comparativa de clases.  
 
Clase 
Potencia máxima 
permitida  
(mW) 
Potencia máxima 
permitida  
(dBm) 
Rango 
(Aproximado) 
Clase 1 100 mW 20 dBm ≈ 100 m 
Clase 2 2,5 mW 4 dBm ≈ 10 m 
Clase 3 1 mW 0 dBm ≈ 1 m 
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Los dispositivos con Bluetooth también pueden clasificarse por su ancho de 
banda: 
Tabla 4. Comparativa de versiones.  
 
Versión Ancho de Banda 
Versión 1.2 1 Mbit / s 
Versión 2.0 + EDS 3 Mbit / s 
Versión 3.0 + EDS 24 Mbit / s 
 
A nuestro alrededor existen otras tecnologías inalámbricas como Wi-Fi que 
también funcionan a una frecuencia de 2.4 GHz, por lo que se pueden presentar 
problemas de interferencias en las comunicaciones. Para evitar dichos problemas 
en la versión 1.2 del estándar Bluetooth se actualizó su especificación para que 
no existieran interferencias con la utilización simultánea de ambas tecnologías. 
 
2.3. Tecnología Wi-Fi 
Wi-Fi (Wireless Fidelity) es una marca de la Wi-Fi Alliance (anteriormente WECA: 
Wireless Ethernet Compatibility Alliance), que es la organización comercial que 
adopta, prueba y certifica que los equipos cumplen los estándares 802.11 
relacionados con las redes inalámbricas de área local. 
La norma IEEE 802.11 fue diseñada para sustituir el equivalente a las capas 
físicas y MAC de la norma 802.3 (Ethernet). Esto quiere decir que en lo único que 
se diferencia una red Wi-Fi de una red Ethernet es en cómo se transmiten las 
tramas o paquetes de datos, además del que su soporte físico también es 
diferente, dado que para Ethernet utilizamos cables, y en wifi utilizamos un 
dispositivo tranmisor/receptor inalambrico. el resto del funcionamiento es 
idéntico. Por tanto, una red local inalámbrica 802.11 es completamente 
compatible con todos los servicios de las redes locales (LAN) de cable 802.3 
(Ethernet). 
Estándares que certifica Wi-Fi 
Existen diversos tipos de Wi-Fi, cada uno de ellos basado en un estándar IEEE 
802.11 aprobado. Los diferentes tipos de Wi-Fi que existen son: 
• Los estándares IEEE 802.11b, IEEE 802.11g e IEEE 802.11n disfrutan de 
una aceptación internacional, debido a que la banda de 2.4 GHz está 
disponible de forma casi universal, pudiendo alcanzar unas velocidades 
máximas de hasta 11 Mbps, 54 Mbps y 300 Mbps, respectivamente. 
• En la actualidad ya se implementa el estándar IEEE 802.11a, conocido 
como Wi-Fi 5, que opera en la banda de 5 GHz y que disfruta de una 
operatividad con canales relativamente limpios. Esto es debido a que la 
banda de 5 GHz ha sido recientemente habilitada y no existen otras 
tecnologías (Bluetooth, microondas, ZigBee, WUSB) estén utilizando la 
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misma banda, por lo tanto existen muy pocas interferencias. El alcance de 
la banda de 5 GHz es algo menor que el de los estándares que trabajan a 
2.4 GHz (aproximadamente un 10% menor), debido a que la frecuencia es 
más elevada (a mayor frecuencia, menor alcance). 
• Existe un primer borrador del estándar IEEE 802.11n el cual trabaja a 2.4 
GHz, alcanzando una velocidad de 108 Mbps. Sin embargo, el estándar 
802.11g ya es capaz de alcanzar transferencias de 108 Mbps, gracias a 
diversas técnicas de aceleramiento. Actualmente existen ciertos 
dispositivos que permiten utilizar esta tecnología, denominados Pre-N. 
 
Seguridad y fiabilidad Wi-Fi 
Uno de los problemas a los cuales se enfrenta actualmente la tecnología  Wi-Fi es 
la progresiva saturación del espectro radioeléctrico debido a la masificación de 
usuarios, esto afecta especialmente en las conexiones de larga distancia 
(mayores de 100 metros). En realidad Wi-Fi ha sido diseñado para conectar 
ordenadores a la red a distancias reducidas, por eso cualquier uso de mayor 
alcance está expuesto a un excesivo riesgo de interferencias. 
En sus inicios un porcentaje muy elevado de redes habían sido instaladas sin 
tener en consideración medidas de seguridad, siendo redes completamente 
abiertas (redes completamente vulnerables a los crackers), por las cuales 
circulaba la información sin ningún tipo de protección. 
Hoy en día existen varias alternativas para garantizar la seguridad de estas 
redes. Las más comunes son la utilización de protocolos de cifrado de datos para 
los estándares Wi-Fi como son el WEP, el WPA, o el WPA2. Estos protocolos se 
encargan de codificar la información transmitida para proteger su 
confidencialidad, son protocolos que vienen implementados en los propios 
dispositivos inalámbricos.  
Los métodos de seguridad más comunes son los siguientes: 
• WEP: Cifra los datos en la red de forma que sólo el destinatario deseado 
pueda acceder a ellos. Se usan cifrados de 64 y 128 bits como niveles de 
seguridad WEP. WEP codifica los datos mediante una “clave” de cifrado 
antes de transmitir la información. Este tipo de cifrado no es muy 
recomendable debido a que con los avances tecnológicos presenta grandes 
vulnerabilidades, debido a que cualquier cracker puede conseguir obtener 
la clave de cifrado. 
• WPA: Presenta mejoras con respecto a WEP como la generación dinámica 
de la clave de acceso. Las claves se insertan como dígitos alfanuméricos, 
sin restricción de longitud. 
• IPSEC (túneles IP): En el caso de las VPN y el conjunto de estándares IEEE 
802.1X, nos permite la autenticación y autorización de usuarios. 
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• Filtrado de MAC: De esta forma sólo se permite acceso a la red a aquellos 
dispositivos autorizados. Es lo más recomendable si siempre se van a 
utilizar con los mismos equipos y no son muy elevados en número. 
• Ocultación del punto de acceso: Este método lo que hace es ocultar el 
punto de acceso (Router) de forma que sea invisible para los usuarios. 
Habilitando su visualización únicamente cuando queramos añadir otro 
dispositivo en la red.  
• El protocolo de seguridad llamado WPA2 (estándar 802.11i) es una mejora 
relativa a WPA. En principio es el protocolo de seguridad más seguro para 
Wi-Fi en el momento actual. Como punto en contra requiere hardware y 
software compatibles con este protocolo, lo cual hace que este protocolo 
no pueda implementarse con equipos antiguos al no ser compatibles. 
Cabe destacar que cualquier protocolo de los antes mencionados por si solos no 
son una garantía de seguridad fiable al 100%, debido a que cualquier protocolo 
es susceptible de poder ser vulnerado. 
 
Ventajas e inconvenientes 
Las redes Wi-Fi poseen una serie de ventajas, entre las cuales se pueden 
destacar: 
• Al ser redes inalámbricas la comodidad que ofrecen es superior a las redes 
cableadas, debido a que cualquiera que tenga acceso a la red puede 
conectarse siempre y cuando se encuentre dentro del radio de acción. 
• Una vez configuradas permiten el acceso de múltiples dispositivos a ellas 
fácilmente sin crear gastos extras en infraestructura. 
• La Wi-Fi Alliance asegura una compatibilidad completa entre dispositivos 
con la marca Wi-Fi, por lo que en cualquier parte del mundo podremos 
utilizar la tecnología sin ningún problema de compatibilidad. 
Como toda red inalámbrica la tecnología Wi-Fi presenta inconvenientes, algunos 
de ellos son: 
• Menor velocidad en comparación a una conexión realizada con cables, 
debido a las interferencias y pérdidas de señal que el ambiente puede 
ocasionar. 
En temas de seguridad existe el inconveniente de que existen programas 
capaces de capturar paquetes, trabajando con la tarjeta Wi-Fi en modo 
promiscuo, de forma que puedan calcular la contraseña de la red y de esta forma 
acceder a ella. Las claves de tipo WEP son relativamente fáciles de conseguir con 
este sistema. La alianza Wi-Fi arregló estos problemas sacando el estándar WPA 
y posteriormente WPA2, basados en el grupo de trabajo 802.11i. Las redes 
protegidas con WPA2 se consideran robustas dado que proporcionan muy buena 
seguridad. De todos modos muchas compañías no permiten a sus empleados 
tener una red inalámbrica. Este problema se agrava si consideramos que no se 
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puede controlar el área de cobertura de una conexión, de manera que un 
receptor se puede conectar desde fuera de la zona de recepción prevista (desde 
fuera de una oficina, desde una vivienda colindante). 
 
2.4. ZigBee vs Bluetooth 
ZigBee y Bluetooth utilizan el mismo estándar de redes inalámbricas (IEEE 
802.15.4) pero entre ellos podemos destacar las siguientes diferencias: 
• Una red ZigBee puede constar de un máximo de 65535 nodos distribuidos 
en subredes de 255 nodos, frente a los 8 nodos máximos de una subred 
(Piconet) Bluetooth. 
• ZigBee consume menos energía que Bluetooth. ZigBee tiene un consumo 
de 30 mA en modo transmisión y 3 µA en modo reposo. Frente a los 40 
mA en transmisión y 200 µA en reposo de Bluetooth. La gran diferencia 
del consumo en reposo es debido a que el sistema 
• ZigBee permanece en modo “dormido” cuando no transmite, mientras que 
en Bluetooth no se dispone de dicho estado. 
• Bluetooth puede alcanzar velocidades de hasta 3 MBps, mientras que 
ZigBee solo puede alcanzar hasta 250 kBps. 
Debido a las características de cada uno de ellos dependiendo de la aplicación 
que vayamos a utilizar, será necesario decantarse por un sistema u otro. En el 
caso de Bluetooth será utilizado en el caso de tener que transmitir gran cantidad 
de datos en un breve periodo de tiempo, siempre y cuando su consumo no sea 
un inconveniente. En el caso de ZigBee será aconsejable utilizarlo cuando el 
volumen de datos no sea elevado y prime ante todo la autonomía energética de 
sistema, puesto que un sistema bien configurado puede permitir su uso durante 
5 años sin necesidad de tener que cambiar batería. 
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2.5. Wi-Fi vs ZigBee 
ZigBee y Wi-Fi utilizan un estándar de redes inalámbricas diferente (IEEE 
802.15) y (IEEE 802.11) respectivamente, entre ellos podemos destacar las 
siguientes diferencias: 
 
• ZigBee consume menos energía que Wi-Fi. La gran diferencia del consumo 
en reposo es debido a que el sistema ZigBee permanece en modo 
“dormido” cuando no transmite, mientras que en Wi-Fi no se dispone de 
dicho estado. 
• Wi-Fi puede alcanzar velocidades de hasta 54 MBps, mientras que ZigBee 
solo puede alcanzar hasta 250 kBps. 
 
Debido a las características de cada uno de ellos dependiendo de la aplicación 
que vayamos a utilizar, será necesario decantarse por un sistema u otro. En el 
caso de Wi-Fi será utilizado en el caso de tener que transmitir gran cantidad de 
datos en sistemas en los cuales no tengamos como prioridad el consumo. En el 
caso de ZigBee como hemos comentado en la comparativa con Bluetooth, será 
aconsejable utilizarlo cuando el volumen de datos no sea elevado y prime ante 
todo la autonomía energética de sistema, puesto que un sistema bien 
configurado puede permitir su uso durante 5 años sin necesidad de tener que 
cambiar batería. 
 
2.6. Bluetooth vs Wi-Fi 
Bluetooth y Wi-Fi utilizan un estándar de redes inalámbricas diferente (IEEE 
802.15) y (IEEE 802.11) respectivamente, entre ellos podemos destacar las 
siguientes diferencias: 
 
• Bluetooth permite una implementación rápida y de bajo coste mientras 
que Wi-Fi requiere una planificación mayor al estar más orientado para 
usos de transmisión de datos. 
• Ambas disponen de capacidad de sincronización automática entre 
dispositivos cuando éstos se encuentran en su radio de acción común. 
• Bluetooth para operar precisa de un consumo menor mientras que Wi-Fi 
tiene mayor consumo al necesitar mayor potencia en la transmisión. 
• Mismo radio de acción máximo en ambas tecnologías: de 10 m a 100 m 
según potencia. 
• La velocidad de Bluetooth es hasta los 3Mbps mientras que en Wi-Fi 
podemos alcanzar hasta los 54 Mbps. 
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Después de realizar la comparativa de las tres tecnologías estudiadas, 
adjuntamos la tabla 4 a modo de resumen: 
 
Tabla 5. Comparativa Bluetooth vs ZigBee. Vs WIFI 
 
 
Características Bluetooth ZigBee WIFI 
Nº Nodos 8 65535 ----- 
Cobertura < 10 m < 70 m < 100 m 
Seguridad 64 bit, 128 bit 
AES de 128 bit y 
definidas por usuario a 
nivel de aplicación 
AES de 128 bit y 
definidas por usuario a 
nivel de aplicación 
Consumo 
Transmitiendo Reposo Transmitiendo Reposo Transmitiendo reposo 
40 mA 200 µA 30 mA 3 µA 110mA --- 
Batería Días Años Horas 
Complejidad Alta Baja Alta 
Velocidad Hasta 3 MBps 250 kBps Hasta 54MBps  
t conexión 
dispositivos 
Hasta 10 s 30 s 5.3s 
 
A modo de información complementaria, en la tabla 5 podemos observar una 
amplia comparativa sobre las diferentes tecnologías: 
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Tabla 6. Comparativa de las principales topologías.  
 
 ZigBee 802.11 (Wi-Fi) Bluetooth 
UWB     (Ultra 
Banda Ancha) 
USB 
inalámbrico 
Inalámbrico 
por 
infrarrojos 
Velocidad de 
datos 
20, 40, y 250 
Kbits / s 
11 y 54 
Mbits / seg 1 Mbit / s 
100 a 500 
Mbits / s 
62.5 Kbits / 
s 
20 a 40 Kbits 
/ s  
115 Kbits / s  
4 y 16 Mbits 
/ s 
Gama 
10 a 100 
metros 
50 a 100 
metros 10 metros <10 metros 10 metros 
<10 metros 
(línea de 
vista) 
Topología de 
redes 
Ad-hoc, punto 
a punto, 
estrella, o de 
malla 
El punto al 
cubo 
-Ad hoc, 
redes muy 
pequeñas 
Punto a punto Punto a 
punto 
Punto a 
punto 
Frecuencia 
de 
operación 
868 MHz 
(Europa)  
900-928 MHz 
(NA), 2,4 GHz 
(en todo el 
mundo) 
2,4 y 5 GHz 2,4 GHz 3,1 a 10,6 GHz 2,4 GHz 800 a 900 nm 
Complejidad 
(dispositivos 
y el impacto 
de la 
aplicación) 
Baja Alto Alto Medio Baja Baja 
Consumo de 
energía 
(opción de 
la batería y 
la vida) 
Muy baja (de 
baja potencia 
es un objetivo 
de diseño) 
Alto Medio Baja Baja Baja 
Seguridad 
AES de 128, 
más la 
seguridad de 
capa de 
aplicación 
- 
64 y 128 
bits 
encriptación 
- - - 
Otra 
información 
Los dispositivos 
pueden unirse 
a una red 
existente en 
menos de 30 
ms 
conexión de 
dispositivos 
requiere 5.3 
segundos 
conexión de 
dispositivos 
requiere 
hasta 10 
segundos 
- - - 
Aplicaciones 
típicas 
control 
industrial y 
control, redes 
de sensores, la 
construcción de 
viviendas de 
control, la 
automatización 
y la 
automatización, 
juguetes, 
juegos 
LAN 
inalámbrica 
de 
conectividad, 
acceso a 
Internet de 
banda ancha 
La 
conectividad 
inalámbrica 
entre 
dispositivos 
tales como 
teléfonos, 
ordenadores 
portátiles 
PDA, 
auriculares 
Streaming de 
vídeo, 
aplicaciones de 
entretenimiento 
en casa 
Conexiones 
de 
periféricos 
de PC 
Mandos a 
distancia, 
PC, PDA, 
ordenador 
portátil 
enlaces 
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CAPITULO 3: 
ACCESIBILIDAD WEB 
Como hemos ido comentando en esta memoria, todas las señales de 
temperatura serán tratadas en un PC con nuestro SCADA. Pero, además, nuestro 
PC ha de operar como servidor, para que otras  personas, ajenas al laboratorio,  
que deseen obtener la información que dan los sensores, puedan obtenerla vía 
Web. 
 
 
Esto implica la creación de una pequeña  Web donde se 
muestre la temperatura que captan los sensores. 
La accesibilidad a la web será desde cualquier lugar vía 
internet, previo paso por la seguridad pertinente. 
 
 
NOTA: Vía Web solo podemos ver la temperatura, en cambio, con el SCADA 
podemos ver a parte de la temperatura, el nivel de batería de cada dispositivo, el 
nivel de señal que ofrece, etc. 
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3.1. Servidor 
Un servidor es una computadora que, formando parte de una red, provee 
servicios a otras computadoras denominadas clientes. 
Tipos de servidores 
En las siguientes listas hay algunos tipos comunes de servidores: 
• Servidor de archivo: es el que almacena varios tipos de archivos y los 
distribuye a otros clientes en la red. 
• Servidor de impresiones: controla una o más impresoras y acepta trabajos 
de impresión de otros clientes de la red, poniendo en cola los trabajos de 
impresión (aunque también puede cambiar la prioridad de las diferentes 
impresiones), y realizando la mayoría o todas las otras funciones que en 
un sitio de trabajo se realizaría para lograr una tarea de impresión si la 
impresora fuera conectada directamente con el puerto de impresora del 
sitio de trabajo. 
• Servidor de correo: almacena, envía, recibe, enruta y realiza otras 
operaciones relacionadas con email para los clientes de la red. 
• Servidor de fax: almacena, envía, recibe, enruta y realiza otras funciones 
necesarias para la transmisión, la recepción y la distribución apropiadas de 
los fax. 
• Servidor de la telefonía: realiza funciones relacionadas con la telefonía, 
como es la de contestador automático, realizando las funciones de un 
sistema interactivo para la respuesta de la voz, almacenando los mensajes 
de voz, encaminando las llamadas y controlando también la red o el 
Internet, p. ej., la entrada excesiva de la voz sobre IP (VoIP), etc. 
• Servidor proxy: realiza un cierto tipo de funciones a nombre de otros 
clientes en la red para aumentar el funcionamiento de ciertas operaciones 
(p. ej., prefetching y depositar documentos u otros datos que se soliciten 
muy frecuentemente), también proporciona servicios de seguridad, o sea, 
incluye un cortafuegos. Permite administrar el acceso a internet en una 
red de computadoras permitiendo o negando el acceso a diferentes sitios 
Web. 
• Servidor del acceso remoto (RAS): controla las líneas de módem de los 
monitores u otros canales de comunicación de la red para que las 
peticiones conecten con la red de una posición remota, responde llamadas 
telefónicas entrantes o reconoce la petición de la red y realiza la 
autentificación necesaria y otros procedimientos necesarios para registrar 
a un usuario en la red. 
• Servidor de uso: realiza la parte lógica de la informática o del negocio de 
un uso del cliente, aceptando las instrucciones para que se realicen las 
operaciones de un sitio de trabajo y sirviendo los resultados a su vez al 
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sitio de trabajo, mientras que el sitio de trabajo realiza la interfaz 
operadora o la porción del GUI del proceso (es decir, la lógica de la 
presentación) que se requiere para trabajar correctamente. 
• Servidor Web: almacena documentos HTML, imágenes, archivos de texto, 
escrituras, y demás material Web compuesto por datos (conocidos 
colectivamente como contenido), y distribuye este contenido a clientes que 
la piden en la red. 
NOTA: Este es el tipo de servidor (servidor Web) que implementaremos en el 
proyecto. De forma que cualquier usuario que acceda a nuestra página web, 
podrá obtener la información dada por los sensores. 
• Servidor de base de datos: provee servicios de base de datos a otros 
programas u otras computadoras, como es definido por el modelo cliente-
servidor. También puede hacer referencia a aquellas computadoras 
(servidores) dedicadas a ejecutar esos programas, prestando el servicio. 
• Servidor de reserva: tiene el software de reserva de la red instalado y 
tiene cantidades grandes de almacenamiento de la red en discos duros u 
otras formas del almacenamiento (cinta, etc.) disponibles para que se 
utilice con el fin de asegurarse de que la pérdida de un servidor principal 
no afecte a la red. Esta técnica también es denominada clustering. 
• Servidor de impresión: muchas impresoras son capaces de actuar como 
parte de una red de ordenadores sin ningún otro dispositivo, tal como un 
"print server" (servidor de impresión), a actuar como intermediario entre 
la impresora y el dispositivo que está solicitando que se termine un trabajo 
de impresión. 
 
3.2. Protocolo HTTP 
HTTP (en español protocolo de transferencia de hipertexto) es el protocolo 
usado en cada transacción de la World Wide Web. 
HTTP define la sintaxis y la semántica que utilizan los elementos de software de 
la arquitectura web (clientes, servidores, proxies) para comunicarse. Es un 
protocolo orientado a transacciones y sigue el esquema petición-respuesta entre 
un cliente y un servidor. Al cliente que efectúa la petición (un navegador web o 
un spider) se lo conoce como "user agent" (agente del usuario). A la información 
transmitida se la llama recurso y se la identifica mediante un localizador 
uniforme de recursos (URL). Los recursos pueden ser archivos, el resultado de la 
ejecución de un programa, una consulta a una base de datos, la traducción 
automática de un documento, etc. 
 
NOTA: Para la creación y desarrollo de nuestra página web utilizaremos este tipo 
de código, de esta forma y junto al servidor web podremos ofrecer  información a 
los usuarios. 
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CAPITULO 4:   
DECISIONES TÉCNICAS 
 
4.1. Por qué ZigBee 
Porque ZigBee hace posible que dispositivos electrónicos de bajo consumo 
puedan realizar comunicaciones inalámbricas. Es especialmente útil para redes 
de sensores en entornos industriales, médicos y sobre todo domóticos. Las 
comunicaciones con ZigBee se realizan en la banda libre de 2.4GHz. A diferencia 
de bluetooth, este protocolo no utiliza FHSS (Frequency Hooping Spread 
Spectrum), sino que realiza las comunicaciones a través de una única frecuencia, 
es decir, de un canal. Normalmente puede escogerse un canal de entre los 16 
posibles.  
El alcance depende de la potencia de transmisión del dispositivo, así como 
también del tipo de antena utilizada (cerámica, dipolo, etc.). El alcance normal 
con antena dipolo, en línea vista, es de aproximadamente (tomando como 
ejemplo el caso de MaxStream, en la versión de 1mW de potencia) 100m y en 
interiores de unos 30m. La velocidad de transmisión de datos de una red ZigBee 
es de hasta 256kBps. Una red ZigBee (teóricamente) puede estar formada por 
un máximo de 65535 equipos, es decir, el protocolo está preparado para poder 
controlar en la misma red 65535 dispositivos. 
 
Las características que nos hacen decantarnos por ZigBee son:  
• Bajo coste.  
• Ultra-bajo consumo de energía (Autonomía de hasta 5 años).  
• Uso de bandas de radio libres y sin necesidad de licencias.  
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• Instalación barata y simple (No es necesaria mucha electrónica para 
implementarlo).  
• Redes flexibles y extensibles.  
 
 
 
 
4.2. Arquitectura del proceso 
De cara a nuestro proyecto, utilizaremos la topología estrella, ya que hemos de 
centralizar  señales de temperatura de distintos puntos y concentrarlos en uno 
solo, de manera que podamos tratarlos. 
Para una mejor comprensión de la estructura usada podemos observar la figura 
9 que muestra la arquitectura de la red utilizada: 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura 9. Arquitectura utilizada. 
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4.3. Información PIC18F4550 
El PIC18F4550 es un microcontrolador de la casa Microchip que reúne las 
características que necesitamos en nuestro proyecto. Uno de los puntos más 
importantes es la conectividad del microcontrolador debido a que queremos 
introducir datos en un PC a través del puerto USB, y así poder gestionar la 
información que recibimos de los sensores de temperatura. Recordamos que no 
todos los microcontroladores del mercado disponen de dicho modo de 
comunicación. 
 
El PIC18F4550 dispone de comunicación a través de USB con las siguientes 
características: 
• Cumple con el estándar USB V2.0. 
• Baja velocidad (1,5 Mb/s) y alta velocidad (12 Mb/s). 
• Soporta transferencias de Control, Asíncronas, Interrupción y Bulk. 
• Soporta un máximo de 32 Endpoints (16 Bidireccionales). 
• 1 kByte de RAM con Acceso dual para USB. 
• Transmisor USB en el propio chip con Regulador de Voltaje.  
• Modulo USB para funcionar a diferentes velocidades de reloj. 
 
 
 
 
 
 
 
 
 
 
 
Figura 10. Imagen PIC18F4550. 
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Además del aspecto de la comunicación debemos tener en cuenta el tema del 
consumo, debido a que tendremos sensores que captaran la temperatura e irán 
conectados a módulos de transmisión que se encontraran alimentados por 
batería. Este micro es muy interesante porque permite gestionar los modos de 
funcionamiento para ahorrar energía. 
 
Los diferentes modos de gestión de energía son: 
 
• Modo RUN: CPU ON, Periféricos ON. 
• Idle: CPU OFF, Periféricos ON. 
• Sleep: CPU OFF, Periféricos OFF. 
• Corriente en modo Idle bajan hasta los 5,8 µA. 
• Corriente en modo Sleep bajan hasta los 0,1 µA. 
 
Otra parte importante es la conexión de nuestro microcontrolador con el exterior, 
teniendo siempre en cuenta que contra menos electrónica externa sea necesaria 
para su correcto funcionamiento mucho mejor. Estas son unas de las 
características más importantes del PIC18F4550: 
 
• Alta corriente de salida: 25 mA. 
• Tres interrupciones externas. 
• 35 pines entradas / salidas. 
• 4 módulos temporizador. 
• Convertidor analógico digital de 10 bits. 
 
A modo de resumen añadimos la siguiente tabla con las características más 
importantes: 
 
 
Tabla 7. Características PIC18F4550.  
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4.4. Información AT89C5131 
 
El AT89C5131 es un microcontrolador de la casa Atmel que reúne las 
características que necesitamos en nuestro proyecto. Uno de los puntos más 
importantes es la conectividad del microcontrolador debido a que queremos 
introducir datos en un PC a través del puerto USB, y así poder gestionar la 
información que recibimos de los sensores de temperatura. Recordamos que no 
todos los microcontroladores del mercado disponen de dicho modo de 
comunicación. 
 
El AT89C5131 dispone de comunicación a través de USB con las siguientes 
características: 
 
• Cumple con el estándar USB V1.1 y V2.0. 
• Soporta transferencias de Asíncronas, Interrupción y Bulk. 
• Soporta un máximo de 6 Endpoints. 
 
Además del aspecto de la comunicación debemos tener en cuenta el tema del 
consumo, debido a que tendremos sensores que captaran la temperatura e irán 
conectados a módulos de transmisión que se encontraran alimentados por 
batería. Este micro es muy interesante porque permite gestionar los modos de 
funcionamiento para ahorrar energía. 
 
• Idle: CPU OFF, Periféricos ON. 
• Power-down: CPU OFF, Periféricos OFF. 
 
Otra parte importante es la conexión de nuestro microcontrolador con el exterior, 
teniendo siempre en cuenta que contra menos electrónica externa sea necesaria 
para su correcto funcionamiento mucho mejor. Estas son unas de las 
características más importantes del PIC18F4550: 
 
• 4 salidas con driver programable a 2, 6 o 10 mA. 
• 4 niveles de prioridad en el sistema de interrupciones (11 fuentes). 
• 34 pines entrada / salida. 
• 3 módulos temporizador. 
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Figura 11. Imagen AT89C5131. 
 
4.5. Por qué PIC18F4550 
En la realización del proyecto utilizaremos el PIC18F4550 porque creemos que el 
microcontrolador reúne las características necesarias actuales y las posibles 
futuras. 
Una de las características más importantes es que dispone de modo sleep y tan 
solo consume 0,1 µA en ese estado. Este modo es ideal para parar el 
funcionamiento del micro y así alargar la autonomía de las baterías.  
Otras características interesantes que nos han hecho decantarnos por el son las 
siguientes: 
• Cumple con el estándar USB V2.0. 
• 32kb de memoria de programa Flash. 
• Baja velocidad (1,5 Mb/s) y alta velocidad (12 Mb/s). 
• Soporta transferencias de Control, Asíncronas, Interrupción y Bulk. 
• Soporta un máximo de 32 Endpoints (16 Bidireccionales). 
• 1 kByte de RAM con Acceso dual para USB. 
• Transmisor USB en el propio chip con Regulador de Voltaje.  
• Modo Idle y Sleep con 5,8 µA y 0,1 µA de consumo respectivamente. 
 
Además de disponer de una muy buena conectividad con el exterior: 
• Alta corriente de salida: 25 mA. 
• 35 pines entradas / salidas.  
• 13 entradas convertidoras analógico / digital. 
• Convertidor analógico digital de 10 bits. 
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Creemos que es un microprocesador potente tanto para el desarrollo actual como 
para posteriores ampliaciones del proyecto. 
 
4.6. Información Visual Studio 
Microsoft Visual Studio es un entorno de desarrollo integrado (IDE por su 
acrónimo ingles) para sistemas operativos Windows. Soporta diversos lenguajes 
de programación tales como Visual Basic, Visual C++, Visual C#, Visual F#, etc. 
Visual Studio permite a los desarrolladores crear tanto aplicaciones, como 
lugares web o cualquier servicio web que soporte la plataforma .net. Así mismo 
se pueden llegar a crear aplicaciones que se comuniquen entre estaciones de 
trabajo, páginas web o dispositivos móviles. 
El entorno IDE de Visual Studio consiste en un editor de código (programa donde 
se escribe el código fuente), un depurador (programa que corrige errores del 
código fuente para que pueda ser correctamente compilado), un compilador 
(programa que traduce el código fuente a lenguaje maquina), y un constructor 
de interface gráfica o GUI, que es una forma de programar donde no es 
necesario escribir el código para desarrollar la parte gráfica del programa, sino 
que se puede realizar de forma visual. 
Las ventajas que proporciona son diversas ya que permite un rápido aprendizaje, 
integra el diseño y la implementación de formularios de Windows en una sola 
interface y permite utilizar con facilidad la plataforma Windows, ya que tiene 
acceso prácticamente total a las librerías del sistema operativo. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura 12. Imagen pantalla Visual C++ 2010 
David López Antón & Sergio Gala Trallero  
 - 38 - 
 
CAPITULO 5:      
PRIMERAS PRUEBAS 
 
5.1. Primeras pruebas 
Para la realización de las primeras pruebas hemos considerado idóneo el  
conseguir establecer comunicación entre el micro del módulo coordinador y el PC 
a través del puerto USB del ordenador. Para ello hemos tenido que hacer uso de 
diferentes programas y adquirir los conocimientos necesarios de los diferentes 
protocolos USB existentes.  
El proceso consiste: 
- Visualización en PC del estado del potenciómetro de la placa (0-5v). 
- Control de la iluminación de los LEDs en la placa, enviando caracteres 
desde Visual C++ 2010. 
Tanto los programas utilizados como el código compilado se muestran en los 
siguientes apartados. 
 
5.2. Proteus 
Para la realización de las primeras pruebas se ha utilizado el programa de diseño 
electrónico Proteus, por su versatilidad y por la posibilidad de simular los 
programas de los µC sin necesidad de tener que montar un hardware en las 
fases iniciales del desarrollo. De esta forma podemos ir trabajando y/o 
modificando el diagrama electrónico en paralelo a la programación del código del 
µC, probando su correcto funcionamiento conforme va evolucionando el 
desarrollo y pudiendo realizar modificaciones sin coste alguno. 
Para poder simular el funcionamiento de un µC es tan sencillo como cargar en las 
propiedades del mismo el archivo .hex generado por el compilador. 
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En la figura 13 podemos visualizar el esquema electrónico del hardware utilizado 
para enviar y recibir datos desde el PC. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura 13. Arquitectura utilizada en primeras pruebas. 
 
5.3. PIC C compiler 
Para la realización y compilación del programa del µC hemos utilizado el 
programa PIC C Compiler. PIC C Compiler es un programa que nos permite 
programar el código del µC mediante el uso de lenguaje C.  
 
El código creado podemos verlo a continuación: 
#include <18F4550.h>                 //Librería 18F4550. 
#device ADC=8                        //Resolución del ADC = 8 bits. 
#fuses HSPLL,MCLR,NOWDT,NOPROTECT,NOLVP,NODEBUG,USBDIV,PLL5,CPUDIV1,VREGEN 
/* 
HSPLL: Utilizamos un cristal de alta velocidad >= a 4MHZ en conjunto con el PLL de nuestro 
PIC. 
  MCLR:  Activamos la opción de poder hacer RESET por Hardware. 
  NOWDT: No utilizamos el perro guardián. 
  NOPROTECT: Desactivamos la protección del código. 
  NOLVP: Desactivamos la programación a bajo voltaje. 
  NODEBUG: Modo debug desactivado. 
  USBDIV: Significa que el clock del usb se tomará del PLL/2 = 96Mhz/2 = 48Mhz. 
  PLL5:  Significa que el PLL prescaler dividirá en 5 la frecuencia del cristal.  
Para HS = 20Mhz/5 = 4Mhz (los 4Mhz son necesarios para que el PLL pueda trabajar 
con 48MHZ, por eso la división del cristal real de 20Mhz entre 4). 
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CPUDIV1: El PLL postscaler divide en 2  la frecuencia de salida del PLL de 96MHZ, si queremos 
48MHZ, lo dejamos como está (esto quiere decir que el clock de nuestro PIC trabajara 
con 48Mhz). 
  VREGEN: Habilita el regulador de 3.3 volts que usa el módulo USB. 
*/ 
#use delay(clock=48000000) //Clock de funcionamiento del PIC a 48 Mhz. 
#include <usb_cdc.h>  //Siempre colocar antes del include usb_desc_cdc.h. 
#include <usb_desc_cdc.h> //Librerías comunicación USB. 
char envio,recepcion;  //Definimos variables envío y recepción como caracteres. 
 
void main()  
{ 
  delay_ms(500);  //Espera 500ms. 
  SET_TRIS_D(0);  //Configuramos como salidas el puerto D [0=Out; 1=In].    
  setup_adc_ports(AN0);             //Habilitamos AN0 como entrada analógica, el resto digitales. 
  setup_adc(ADC_CLOCK_INTERNAL);    //Captura analógica con velocidad del Clock interno. 
  set_adc_channel(0);  //Asignamos entrada An0 como entrada analógica para lectura.  
  usb_cdc_init();  //Configuramos USB para ser usado por el COM virtual. 
  usb_init();   //Inicializamos el USB. 
  usb_task();   //Habilitamos periféricos USB e interrupciones. 
    
  while (!usb_cdc_connected()) //Mientras no tengamos comunicación. 
  { 
  output_D(0x08);  //Encendemos led. 
  delay_ms(500);  //Espera 500ms. 
  output_D(0x00);  //Apagamos led. 
  delay_ms(500);  //Espera 500ms. 
  } 
 
  while (1)   //Mientras sea '1' se ejecuta (se ejecuta siempre: ‘1=true’). 
  { 
    if(usb_enumerated()) //Si el dispositivo esta enumerado.          
    { 
      delay_ms(50);  //Espera de 50ms. 
      envio = read_adc();  //Leemos entrada analógica y guardamos en envío. 
      usb_cdc_putc(envio); //Enviamos lo que contiene la variable envío. 
      if (usb_cdc_kbhit())  //Si hemos recibido un dato. 
      {             
        recepcion=usb_cdc_getc(); //Guardamos en variable recepción que hemos recibido.  
        switch(recepcion)  //Miramos que hemos recibido. 
        { 
        case 'a':   //Si recibimos una 'a'. 
          output_D(0x09);  //Encendemos led de V Alta + led comunicación CDC. 
        break; 
        case 'b':   //Si recibimos una 'b'. 
          output_D(0x0A);            //Encendemos led de V Correcta + led comunicación CDC. 
        break; 
        case 'l':   //Si recibimos una 'l'. 
          output_D(0x0C);  //Encendemos led de V Baja + led comunicación CDC. 
        break; 
        case 'c':   //Si recibimos una 'c'. 
          output_D(0x00);  //Reinicializamos el Port D. 
        break;   
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        } 
      } 
    } 
  }    
} 
 
5.4. Placa de pruebas 
Para poder verificar que todo lo que estamos haciendo en Proteus funciona, 
creamos un pequeño hardware el cual se comunica con el PC a través del puerto 
USB. Mediante un programa creado para el PC podemos observar el valor que 
nos da el potenciómetro y podemos enviar datos a la placa para encender los 
led. 
El hardware podemos observarlo en las figuras 11 y 12. 
 
Figura 14. Cara componentes Hardware de pruebas. 
 
 
Figura 15. Cara pistas Hardware de pruebas. 
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5.5. Visual C++ 2010 
Es el software que hemos utilizado para poder interactuar con el hardware 
conectado en el puerto USB. La función del programa es poder leer la 
información que nos envía la tarjeta a través del puerto USB y a la vez poder 
enviar caracteres por el mismo puerto para conseguir encender y apagar los led. 
La apariencia del programa podemos verla en la figura 16. 
 
 
 
 
 
 
 
 
 
 
 
Figura 16. Front-end aplicación primeras pruebas. 
 
El código compilado para la realización del programa es el siguiente: 
#pragma once 
 
namespace ComunicacionVCUSB { 
 
 using namespace System; 
 using namespace System::ComponentModel; 
 using namespace System::Collections; 
 using namespace System::Windows::Forms; 
 using namespace System::Data; 
 using namespace System::Drawing; 
 using namespace System::Threading; 
 
/// <summary> 
/// Resumen de Form1 
///////////////////////////////////////////////////////////////////////////// 
//            // 
// Programa para conectar mediante USB el PC y el PIC18F4550  // 
// (Enviamos datos por el USB)       // 
// Si enviamos 'a': Encendemos Led Rojo      // 
// Si enviamos 'b': Encendemos Led Verde     // 
// Si enviamos 'l': Encendemos Led Amarillo     // 
// Si enviamos 'c': Apagamos todos los Led's     // 
//            // 
// Creado por: David Lopez Anton & Sergio Gala Trallero   // 
//   Primavera 2011       // 
//   Comunicacion VC++ USB PFC-1     // 
//////////////////////////////////////////////////////////////////////////// 
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/// </summary> 
 
public ref class Form1 : public System::Windows::Forms::Form 
 { 
 static int numPorts = 0; 
        //Create a delegate function for this thread that will take 
        //  in a string and will write it to the txtDataReceived textbox 
 
 delegate void SetTextCallback(String^ text); 
  
 public: 
   
Form1(void) 
  { 
  InitializeComponent(); // Inicializamos componentes 
  UpdateCOMPortList(); // Actualizamos los puertos USB 
 
  // 
  //TODO: agregar código de constructor aquí 
  // 
  } 
 
 protected: 
   
/// <summary> 
  /// Limpiar los recursos que se estén utilizando. 
  /// </summary> 
 
  ~Form1() 
  { 
  if (components) 
  { 
   delete components; 
   } 
  } 
  
 protected:  
  
 private: System::Windows::Forms::Button^  btnConexion; 
 private: System::Windows::Forms::Button^  EnviarDatos; 
 private: System::Windows::Forms::Button^  btnDesconexion; 
 private: System::Windows::Forms::ComboBox^  PuertosCOM; 
 private: System::Windows::Forms::TextBox^  txtDatosRecibidos; 
 private: System::Windows::Forms::TextBox^  txtEnviarTexto; 
 private: System::IO::Ports::SerialPort^  serialPort2; 
 private: System::Windows::Forms::Timer^  timer2; 
 private: System::ComponentModel::IContainer^  components; 
 
 
 private: 
   
/// <summary> 
 /// Variable del diseñador requerida. 
 /// </summary> 
 
 
#pragma region Windows Form Designer generated code 
   
/// <summary> 
/// Método necesario para admitir el Diseñador. No se puede modificar 
/// el contenido del método con el editor de código. 
/// </summary> 
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void InitializeComponent(void) 
{ 
this->components = (gcnew System::ComponentModel::Container()); 
this->EnviarDatos = (gcnew System::Windows::Forms::Button()); 
this->btnConexion = (gcnew System::Windows::Forms::Button()); 
this->txtDatosRecibidos = (gcnew System::Windows::Forms::TextBox()); 
this->txtEnviarTexto = (gcnew System::Windows::Forms::TextBox()); 
this->PuertosCOM = (gcnew System::Windows::Forms::ComboBox()); 
this->btnDesconexion = (gcnew System::Windows::Forms::Button()); 
this->serialPort2 = (gcnew System::IO::Ports::SerialPort(this->components)); 
this->timer2 = (gcnew System::Windows::Forms::Timer(this->components)); 
this->SuspendLayout(); 
 
//  
// EnviarDatos 
//  
this->EnviarDatos->Location = System::Drawing::Point(6, 44); 
this->EnviarDatos->Name = L"EnviarDatos"; 
this->EnviarDatos->Size = System::Drawing::Size(85, 19); 
this->EnviarDatos->TabIndex = 13; 
this->EnviarDatos->Text = L"Enviar Datos"; 
this->EnviarDatos->UseVisualStyleBackColor = true; 
this->EnviarDatos->Click += gcnew System::EventHandler(this, 
&Form1::EnviarDatos_Click); 
//  
// btnConexion 
//  
this->btnConexion->Location = System::Drawing::Point(3, 12); 
this->btnConexion->Name = L"btnConexion"; 
this->btnConexion->Size = System::Drawing::Size(89, 19); 
this->btnConexion->TabIndex = 12; 
this->btnConexion->Text = L"Conexión"; 
this->btnConexion->UseVisualStyleBackColor = true; 
this->btnConexion->Click += gcnew System::EventHandler(this, 
&Form1::btnConexion_Click); 
//  
// txtDatosRecibidos 
//  
this->txtDatosRecibidos->Location = System::Drawing::Point(3, 79); 
this->txtDatosRecibidos->Multiline = true; 
this->txtDatosRecibidos->Name = L"txtDatosRecibidos"; 
this->txtDatosRecibidos->Size = System::Drawing::Size(333, 153); 
this->txtDatosRecibidos->TabIndex = 11; 
this->txtDatosRecibidos->Text = L"Esperando conexión..."; 
//  
// txtEnviarTexto 
//  
this->txtEnviarTexto->Location = System::Drawing::Point(101, 44); 
this->txtEnviarTexto->Name = L"txtEnviarTexto"; 
this->txtEnviarTexto->Size = System::Drawing::Size(138, 20); 
this->txtEnviarTexto->TabIndex = 10; 
//  
// PuertosCOM 
//  
this->PuertosCOM->FormattingEnabled = true; 
this->PuertosCOM->Location = System::Drawing::Point(99, 12); 
this->PuertosCOM->Name = L"PuertosCOM"; 
this->PuertosCOM->Size = System::Drawing::Size(141, 21); 
this->PuertosCOM->TabIndex = 9; 
//  
// btnDesconexion 
//  
this->btnDesconexion->Location = System::Drawing::Point(246, 12); 
this->btnDesconexion->Name = L"btnDesconexion"; 
this->btnDesconexion->Size = System::Drawing::Size(90, 20); 
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this->btnDesconexion->TabIndex = 8; 
this->btnDesconexion->Text = L"Desconexión"; 
this->btnDesconexion->UseVisualStyleBackColor = true; 
this->btnDesconexion->Click += gcnew System::EventHandler(this, 
&Form1::btnDesconexion_Click); 
//  
// serialPort2 
//  
this->serialPort2->DataReceived += gcnew 
System::IO::Ports::SerialDataReceivedEventHandler(this, 
&Form1::serialPort2_DatosRecibidos); 
//  
// timer2 
//  
this->timer2->Enabled = true; 
this->timer2->Interval = 1; 
this->timer2->Tick += gcnew System::EventHandler(this, &Form1::timer2_Tick); 
//  
// Form1 
//  
this->AutoScaleDimensions = System::Drawing::SizeF(6, 13); 
this->AutoScaleMode = System::Windows::Forms::AutoScaleMode::Font; 
this->ClientSize = System::Drawing::Size(342, 238); 
this->Controls->Add(this->EnviarDatos); 
this->Controls->Add(this->btnConexion); 
this->Controls->Add(this->txtDatosRecibidos); 
this->Controls->Add(this->txtEnviarTexto); 
this->Controls->Add(this->PuertosCOM); 
this->Controls->Add(this->btnDesconexion); 
this->Name = L"Form1"; 
this->Text = L"Comunicación VC++ USB"; 
this->ResumeLayout(false); 
this->PerformLayout(); 
 
  } 
#pragma endregion 
 
////////////////////////////////////////////////////////// 
//         // 
// RUTINA DE DETECCION DE PUERTOS USB   // 
//         // 
////////////////////////////////////////////////////////// 
 
private: void UpdateCOMPortList(void) 
{ 
 int i; 
 bool foundDifference; 
 cli::array<System::String^,1>^ portNames;  
 i = 0; 
 foundDifference = false; 
      //If the number of COM ports is different than the last time we 
 //  checked, then we know that the COM ports have changed and we 
 //  don't need to verify each entry. 
 portNames = serialPort2->GetPortNames(); 
 if(PuertosCOM->Items->Count == portNames->Length) 
 { 
 //Search the entire SerialPort object.  Look at COM port name 
 //  returned and see if it already exists in the list. 
 for(i=0;i<portNames->Length;i++) 
 { 
 if(PuertosCOM->Items[i]->Equals(portNames[i]) ==  false) 
 { 
 foundDifference = true; 
 } 
 } 
 } 
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 else 
 { 
 foundDifference = true; 
 } 
 
 //If nothing has changed, exit the function. 
 if (foundDifference == false) 
 { 
 return; 
 } 
 
 //If something has changed, then clear the list 
 PuertosCOM->Items->Clear(); 
 
 //Add all of the current COM ports to the list 
 for(i=0;i<portNames->Length;i++) 
 { 
 PuertosCOM->Items->Add(portNames[i]); 
   } 
 
 //Set the listbox to point to the first entry in the list 
 PuertosCOM->SelectedIndex = 0; 
 } 
 
///////////////////////////////////////////////////////////////////////////// 
//            // 
// RUTINA TIMER (DETECCION NUEVA CONEXION USB EN FUNCIONAMIENTO  // 
//            // 
//////////////////////////////////////////////////////////////////////////// 
 
private: System::Void timer2_Tick(System::Object^  sender, System::EventArgs^  
e)  
{ 
 //Update the COM ports list so that we can detect 
 //  new COM ports that have been added. 
 UpdateCOMPortList(); 
 } 
 
////////////////////////////////////////////////////////// 
//         // 
//   RUTINA DE BOTON CONEXION   // 
//         // 
////////////////////////////////////////////////////////// 
 
private: System::Void btnConexion_Click(System::Object^  sender, 
System::EventArgs^  e) 
{ 
try 
{ 
serialPort2->PortName = PuertosCOM->Items[PuertosCOM->SelectedIndex]-
>ToString(); 
 
serialPort2->Open();   // Abrimos el puerto serie 
 
btnConexion->Enabled = false;  // Deshabilitamos boton conexion 
PuertosCOM->Enabled = false;  // Deshabilitamos eleccion USB 
btnDesconexion->Enabled = true; // Habilitamos boton desconexion 
 
txtDatosRecibidos->Clear();  // Limpiamos TextBox de datos recibidos 
txtDatosRecibidos->AppendText("Conexion USB establecida.\r\n"); // Mostramos 
estado conexion 
serialPort2->Write("b");   //Enviamos el caracter b por el USB al 
micro. 
} 
catch(...) 
{  
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btnDesconexion_Click(this, gcnew EventArgs()); 
} 
} 
 
////////////////////////////////////////////////////////// 
//         // 
//   RUTINA DE BOTON DESCONEXION  // 
//         // 
////////////////////////////////////////////////////////// 
 
private: System::Void btnDesconexion_Click(System::Object^  sender, 
System::EventArgs^  e) 
{ 
btnConexion->Enabled = true;  // Habilitamos boton conexion 
PuertosCOM->Enabled = true;  // Habilitamos escoger USB 
btnDesconexion->Enabled = false; // Deshabilitamos boton desconexion 
     
serialPort2->Write("c");   // Al desconectar apagamos los leds 
     
txtDatosRecibidos->Clear();  // Limpiamos TextBox datos recibidos 
txtDatosRecibidos->AppendText("Conexion USB deshabilitada.\r\n"); // Mostramos 
estado conexión 
try 
{ 
//Dispose the In and Out buffers; 
serialPort2->DiscardInBuffer(); // Borramos Buffer de entrada 
serialPort2->DiscardOutBuffer(); // Borramos Buffer de salida 
 
//Close the COM port 
serialPort2->Close();   // Cerramos puerto serie 
} 
//If there was an exeception then there isn't much we can 
//  do.  The port is no longer available. 
catch(...){} 
} 
 
////////////////////////////////////////////////////////// 
//         // 
//   RUTINA DE BOTON ENVIAR DATOS  // 
//         // 
////////////////////////////////////////////////////////// 
 
private: System::Void EnviarDatos_Click(System::Object^  sender, 
System::EventArgs^  e)  
{ 
try 
{ 
//Write the data in the text box to the open serial port 
serialPort2->Write(txtEnviarTexto->Text); // Enviamos texto TextBox 
txtEnviarTexto 
} 
catch(...) 
{ 
//If there was an exception, then close the handle to  
//  the device and assume that the device was removed 
btnDesconexion_Click(this, gcnew EventArgs()); 
} 
} 
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////////////////////////////////////////////////////////// 
//         // 
// RUTINA RECEPCION DATOS PUERTO SERIE (USB)  // 
//         // 
////////////////////////////////////////////////////////// 
 
private: System::Void serialPort2_DatosRecibidos(System::Object^  sender, 
System::IO::Ports::SerialDataReceivedEventArgs^  e) { 
try 
{ 
SetText(serialPort2->ReadExisting()); 
} 
catch(...) 
{ 
//If there was an exception, then close the handle to  
//  the device and assume that the device was removed 
btnDesconexion_Click(this, gcnew EventArgs()); 
} 
} 
 
 
/**************************************************************************** 
  Function: private void SetText(string text) 
Summary: This function prints the input text to the txtDataReceived 
textbox. 
 
Description: This function prints the input text to the 
txtDataReceived textbox.  If the calling thread is the same as the 
thread that owns the textbox, then the AppendText() method is 
called directly.  If a thread other than the main thread calls this 
function, then an instance of the delegate function is created so 
that the function runs again in the main thread. 
 
  Precondition: None 
 
Parameters:string text - Text that needs to be printed to the 
textbox 
  Return Values: None 
  Remarks: None 
***************************************************************************/ 
 
//////////////////////////////////////////////////////////////// 
//          // 
// RUTINA ESCRITURA DATOS RECIBIDOS EN TEXTBOX   // 
//          // 
//////////////////////////////////////////////////////////////// 
 
private: void SetText(String^ text) 
{ 
//InvokeRequired required compares the thread ID of the 
//  calling thread to the thread ID of the creating thread. 
//  If these threads are different, it returns true.  We can 
//  use this attribute to determine if we can append text 
//  directly to the textbox or if we must launch an a delegate 
//  function instance to write to the textbox. 
if (this->txtDatosRecibidos->InvokeRequired) 
{ 
//InvokeRequired returned TRUE meaning that this function 
//  was called from a thread different than the current 
//  thread.  We must launch a deleage function. 
//Create an instance of the SetTextCallback delegate and 
//  assign the delegate function to be this function.  This 
//  effectively causes this same SetText() function to be 
//  called within the main thread instead of the second 
//  thread. 
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SetTextCallback^ d = gcnew 
SetTextCallback(this,&ComunicacionVCUSB::Form1::SetText); 
     
//Invoke the new delegate sending the same text to the 
//  delegate that was passed into this function from the 
//  other thread. 
this->Invoke(d,gcnew String(text)); 
} 
else 
{ 
//If this function was called from the same thread that  
//  holds the required objects then just add the text. 
txtDatosRecibidos->AppendText(text); 
} 
} 
 
}; 
} 
 
5.6. Resultados obtenidos 
 
En la figura 17 podemos observar como el programa Visual C++ 2010 es capaz 
de leer el valor de tensión del potenciómetro de la placa conectada al puerto USB 
(COM4) del ordenador. 
 
 
 
 
 
 
 
 
 
 
Figura 17. Panel de envío y recepción de datos 
 
En las siguientes figuras podemos observar como a través del programa Visual 
C++ 2010, podemos enviar caracteres a través del puerto USB (mientras 
seguimos recibiendo información) para cambiar el estado de los LEDs. 
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Figura 18. LED rojo encendido tras envío de carácter “a” 
 
 
Figura 19. LED rojo encendido tras envío de carácter “b” 
 
 
 
 
 
 
 
 
 
 
 
Figura 20. LED rojo encendido tras envío de carácter “l” 
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CAPITULO 6:     
DIAGRAMA DE GANTT 
 
6.1. Gantt PFC1 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura 21. Gantt PFC1. 
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6.2. Gantt PFC2 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura 22. Gantt PFC2. 
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