Abstract. This paper discusses the design and implementation of a bounded model checker for SPARK code, and provides a proof of concept of the utility and practicality of bounded verification for SPARK.
§ ¤ package Marray i s A r r a y S i z e : constant : = 1 0 ; subtype I nd i s I n t e g e r range 1 . . A r r a y S i z e ; type VArray i s array ( Ind ) o f I n t e g e r ; procedure MaxArray (V : in VArray ; M: out I nd ) ; −−# d e r i v e s M from V; −−# post ( for all I in Ind = > (V( I ) <= V(M) ) ) ; end Marray ; package body Marray i s procedure MaxArray (V : in VArray ; M: out I nd ) i s I : I n t e g e r ; Max : I n d ; begin Max := I nd ' F i r s t ; −−% notO v erfl ow (+ , I n t e g e r , INDICES' FIRST , 1 ) ; I := Ind ' First+1; loop −−# a s s e r t ( f o r a l l J i n I nd r a n g e Ind ' F i r s t . 
SPARK-BMC. SPARK-BMC
1 is an open source prototype bounded model checker for SPARK programs. It is developed in Haskell and uses as backend the SMT solver Z3 [8] . The tool checks SPARK programs for violations of properties annotated in the code. Annotations are inserted as comments beginning with a user predefined character, assumed distinct from SPARK annotations (--% in this paper). The annotations that may be used are assert C; assume C; and notOverflow(op,type,e1,e2), used to check if an overflow is originated. These can be inserted to express useful properties for debugging, and in particular safety properties corresponding to the absence of runtime exceptions (such as overflow, array out-of-bounds accesses and division by zero), which can be checked without requiring invariants. The figure shows a SPARK program (including loop invariants) containing a procedure that finds the maximum element in an array. The annotations corresponding to overflow and array out of bounds, to be checked by SPARK-BMC, are also included.
The reader is referred to [13] for a complete description of the implementation details that will now be outlined. The algorithm begins with a normalization into a subset of SPARK (e.g. transforming type attributes and enumerations into integer expressions) and inlining of routine calls. SPARK does not allow for any form of recursion, so no bound is applied on the length of this expansion. Loops are then unwound a fixed number of times (which reduces them to sequences of nested if statements), and the program is thus transformed into a monolithic iteration-free program. To enforce soundness, an unwinding assertion can be optionally inserted, to ensure that the loop has been sufficiently unwound.
In order to extract a logical formula from the iteration-free program one has to first transform it into a single assignment form, in which the values of the variables do not change once they have been used (so that assignments can be
