Abstract
Introduction
Perhaps the most well-known tenet of clustering research is that there is no single correct answer to a clustering problem [6] . There are many, equally valid ways to decompose a data set into clusters. Similarly, in the context of software clustering, there are many, equally valid ways to decompose a software system into meaningful subsystems. Different software clustering algorithms employ different clustering objectives producing different results. All such clustering results could be useful to someone attempting to understand the software system at hand.
It is, therefore, rather strange that the typical way to evaluate a software clustering algorithm is to compare its output to a single authoritative decomposition, i.e. a decomposition created manually by a system expert. If the authoritative decomposition was constructed with a different point of view in mind than the algorithm, the evaluation results will probably be biased against the algorithm. However, no better way to evaluate software clustering algorithms exists at the moment.
In this paper, we introduce and quantify the notion of software clustering algorithm comparability. Comparable algorithms use the same or similar clustering objectives, produce similar results, and can therefore be evaluated against the same authoritative decomposition. Noncomparable algorithms use different clustering objectives, produce significantly different results, and cannot be evaluated by direct comparison to an authoritative decomposition.
Being able to distinguish between comparable and noncomparable algorithms allows us to define families of algorithms that share common clustering objectives. Conventional evaluation techniques apply only within the context of a given algorithm family.
As expected, our experimental results clearly show that several existing software clustering algorithms belong in different families, and therefore should not be directly compared against each other.
We also utilized the concept of algorithm families in order to answer the question of whether conventional evaluation measures, such as MoJoFM [15] and KE [8] , behave in a congruent fashion by limiting our investigation only to comparable algorithms.
The structure of the rest of the paper is as follows. The notion of comparability as well as the way we quantify it is presented in Section 2. Experiments that verify whether several published algorithms are comparable, are presented in Section 3. The comparison of MoJoFM and KE in the context of comparability is shown in Section 4. Finally, Section 5 concludes the paper. We quantify what is meant by "similar clustering results" in Section 2.1. In order to do so, we require a large number of module dependency graphs (MDGs) extracted from software systems. Since this is impractical to do, we utilized an approach that generates simulated MDGs [11] .
Clustering Algorithm Comparability

Quantifying Comparability
In this section, we present a method that determines whether two software clustering algorithms A and B are comparable or not.
Our method begins by generating a large number of MDGs using the generation approach mentioned above. The two algorithms are applied to all MDGs. In order to measure the similarity between the various clustering results, we use the MoJoFM measure [15] . A MoJoFM value of 100 means that the two algorithms construct the exact same decomposition. A MoJoFM value of 0 means that the two algorithms produce decompositions that are completely different, i.e. they disagree about the placement of all entities. Since MoJoFM is non-symmetric, we define the similarity between clustering algorithms A and B as
This allows us to compute the average similarity µ across all generated MDGs, as well as the standard deviation σ.
We consider two algorithms to be non-comparable if they produce significantly different results across a variety of software systems. More precisely, we define that two algorithms are non-comparable if in the majority of cases they produce results that are more different than similar, i.e. the similarity is less than 50%.
We use the well-known 3σ rule [10] to capture the notion of "the majority of cases". The 3σ rule states that 99.73% of the values of a normal distribution lie within 3 standard deviations of the mean. This allows us to disregard outliers that occur very infrequently. As a result, our definition becomes:
Two software clustering algorithms are non-comparable if it holds that µ + 3σ < 50
If the above does not hold, then the algorithms are considered comparable. This definition may appear biased towards making algorithms look comparable, since one could have used only the average in the definition. However, as will be shown in the next section, even with this definition most major algorithms are shown to be non-comparable.
Experiments
The first set of experiments attempts to determine the comparability of the following clustering algorithms: Bunch [9] , ACDC [14] , LIMBO [2] , and several hierarchical clustering algorithms. We compared the performance of these algorithms on 10 simulated MDGs. The results of these experiments are presented in Table 1 .
For our experiments, we used six different hierarchical clustering algorithms: all possible combinations of three update rule functions (complete linkage, weighted average, and unweighted average) and two similarity metrics (Jaccard and Sorensen-Dice). The cut-point heights were chosen so as to maximize the similarity values (again possibly biasing the results in favour of comparability). The designation Hierarchical in Table 1 refers to all six variations, i.e. the values reported are averaged across all hierarchical algorithms.
In order to determine how realistic the simulated MDGs are, Table 1 also provides the similarity values when the various algorithms are applied to three real systems: Linux, Mozilla, and TOBEY (a description of these systems is shown in the appendix). With the exception of the LIMBOHierarchical pair, all real similarity values fall within one standard deviation of the average simulated similarity values. This is a strong indication that the simulated MDGs closely resemble graphs from real systems.
An immediate observation is that most of the selected algorithms are not comparable to each other. For instance, the decompositions created by LIMBO are significantly different than those created by the other software clustering algorithms. A possible explanation is the fact that LIMBO has a unique objective when constructing software decompositions: the minimization of information loss.
The only case where a possible pair of comparable algorithms may be found is in the first row of Table 1 . ACDC appears to be comparable to our set of hierarchical algorithms. In order to investigate further, we compared ACDC to each individual hierarchical algorithm, as shown in Table  2 .
A first observation is that ACDC is comparable to a majority of the selected hierarchical algorithms. This can probably be attributed to ACDC's hierarchical nature: Subgraph dominator pattern instances are composed in agglomerative fashion in order to achieve the goal of limiting the number of elements in each subsystem [14] . Moreover, the close comparability of ACDC to complete linkage suggests that ACDC constructs cohesive clusters, a well-known property of the complete linkage algorithm [3, 5] . This fact also supports our earlier finding that ACDC and Bunch are not comparable. Bunch attempts to produce decompositions with high cohesion and low coupling, while ACDC focuses mostly on high cohesion.
The above findings illustrate an important benefit of assessing algorithm comparability. One may be able to deduce properties of an algorithm they are considering for a software clustering task by studying the properties of comparable, well-known algorithms.
The experimental results presented above seem to validate the assumption we hinted at in the beginning of Section 2. Two clustering algorithms that have different objectives are by definition non-comparable, i.e. their results should not be compared against a single authoritative decomposition.
Comparability and Clustering Similarity
One of the open questions in software clustering is whether clustering similarity measures, such as MoJoFM [15] and KE [8] , behave in a congruent fashion. The notion of comparability allows us to investigate this issue from a different angle: Is the behaviour of the two measures more congruent when evaluating comparable algorithms?
In order to measure congruity in the context of comparability we have extended a metric introduced earlier [12] that measures correlation between two evaluation metrics M and U . The original congruity metric generates N random pairs of decompositions of the same software system. Then it applies both M and U to each pair and obtains two different values m i and u i . We arrange the pairs of decompositions in such a way so that for 1 ≤ i ≤ N − 1 we have m i ≤ m i+1 . The value of the congruity metric is the number of distinct values of i for which u i > u i+1 . Values for this metric range from 0 to N − 1. A value of 0 means that both comparison methods rank all pairs in exactly the same order, while a value of N − 1 probably indicates that we are comparing a distance measure to a similarity measure. Values significantly removed from both 0 and N − 1 indicate important differences between the two comparison methods.
The main drawback of the original metric was that it was based on randomly generated decompositions that may be significantly different from each other, a situation that is unlikely when the two decompositions are actual clustering results. The new congruity metric generates the required pair of decompositions using the following process:
1. An MDG is generated randomly.
2. Two different algorithms construct two software decompositions based on the same MDG.
The improved congruity metric was used in a series of experiments that investigated the behaviour of MoJoFM and KE when evaluating comparable algorithms. The stated goal of both measures is to quantify the effectiveness of a software clustering algorithm. However, they attempt to measure quality in different ways often resulting in contradictory results [1, 2] . In these experiments, we attempted to remove the effect that non-comparability may have in the measures' assessment.
The experiments were performed on a series of 100 decompositions generated using comparable algorithms. In the experiments, we used the complete linkage, single linkage, weighted average and unweighted average clustering algorithms. The number of entities in these decompositions was 1000.
The congruity metric value was always in the interval [43, 51] . This indicates a clear lack of correlation between MoJoFM and KE even when they are comparing decompositions produced by comparable algorithms. This corroborates similar results in the context of structure similarity [13] , and strengthens our position that the two measures have fundamental differences that cannot be reconciled.
Conclusions
This paper introduced and quantified the notion of comparability for software clustering algorithms. Experiments showed that many of the published algorithms for software clustering are non-comparable.
We determined that the MoJoFM and KE evaluation measures do not exhibit congruent behaviour even when used to evaluate comparable algorithms.
A Experiment systems
In our experiments, we used the following three large software systems:
• TOBEY. This is a proprietary industrial system that is under continuous development. It serves as the optimizing back-end for a number of IBM compiler products. The version we worked with was comprised of 939 source files and approximately 250,000 lines of code. The authoritative decomposition of TOBEY was obtained over a series of interviews with its developers.
• Linux. We experimented with version 2.0.27a of the kernel of this free operating system that is probably the most famous open-source system. This version had 955 source files and approximately 750,000 lines of code. The authoritative decomposition of this version of the Linux kernel was presented in [4] .
• Mozilla. This is a widely used open-source web browser. We experimented with version 1.3 that was released in March 2003. It contains approximately 4.5 million lines of C and C++ source code. This version had 3559 source files. A decomposition of the Mozilla source files for version M9 was presented in [7] . We used an updated decomposition for version 1.3 [16] .
