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Abstract
Many robot arms can accomplish one task using many different joint
configurations. Often only one of these configurations is used as a goal
by the path planner. Ideally the robot’s path planner would be able to
use the extra configurations to find higher quality paths. In this paper
we use the extra goal configurations to find significantly shorter paths
that are faster to execute compared to a planner that chooses one goal
configuration arbitrarily. In a grape vine pruning robot arm experiment
our proposed approach reduced execution times by 58%.
1 Introduction
Robots are now being used in uncontrolled environments, e.g. agriculture [2],
and must compute path plans online as obstacles are detected or new goals are
identified. These robots may use a path planner to find collision free paths for
the robot to follow. Ideally the robot’s path planner will find paths that are
quick to execute so that the robot can have a low cycle time.
Robot arm tasks are specified in their workspace for many applications, e.g.
move the end-effector to a specific Cartesian position. These tasks can often be
accomplished by the robot arm in many different poses (Fig. 1), where a pose is
defined as the workspace position of every part of the robot arm (not just the
end-effector). We will define the different poses that can be used to achieve a
task to be the robot arm’s workspace redundancy.
Some robot arms have joints that are capable of making more than one full
revolution, e.g. Universal Robot’s (UR) popular UR3, UR5, UR10 and ABB’s
IRB 2400 robot arms. These robot arms have configuration space redundancy
where each robot pose can be represented by a number of different configura-
tions. For example, each of the UR5 arm poses shown in Fig. 1 can be achieved
with 64 different configurations (see Sec. 3). We will call these configurations
that lead to the same robot pose equivalent configurations. In this paper we in-
vestigate the effect of using the robot arm’s workspace and configuration space
redundancy in path planning to find shorter paths using an asymptotically op-
timal planner.
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Figure 1: Two poses for the UR5 robot arm that put the end-effector at the
same position.
2 Background to improving planner performance
using workspace redundancy
Path planning is often performed in the robot’s configuration space. In many
cases only one [8, 17, 21, 27] of the many possible workspace poses are considered
by the path planner.
One approach to exploiting a robot’s redundancy is to allow the path planner
to use multiple inverse kinematic solutions as a goal. This approach has been
used with feasible path planners to improve their success rates [10, 14]. This
approach is simple, but requires a fixed number of inverse kinematic solutions
to be computed before planning begins. The robot’s workspace redundancy can
be exploited by using a large number of inverse kinematic solutions. Comput-
ing these solutions can be computationally expensive, and a large number of
solutions may be unnecessary for some planning queries. Computing too few
inverse kinematic solutions may lower the success rate of the planner.
Inverse kinematic solutions can be instead computed during planning from
a workspace goal region [3, 4]. This region encapsulates the workspace poses
that the robot can use to achieve its task. Inverse kinematic solutions satisfy-
ing the workspace goal region are computed and added to the planner’s goal
representation during planning. An advantage of this approach is that more
goal configurations are considered on difficult planning queries, when the plan-
ner takes a long time to find a solution. Fewer inverse kinematic solutions are
computed on simpler queries when the planner quickly finds a path.
Some planners are capable of finding paths to goals in the robot’s workspace
without using an inverse kinematics routine [29]. The planner’s exploration of
configuration space is guided by a local controller that uses the transpose of the
robot’s Jacobian to minimise the distance between explored configurations and
the robot’s goal specified in the workspace. A number of other approaches use
problem-specific heuristics [5, 13, 19, 28] to guide the planner’s search.
The planning approaches covered so far were developed to reduce computa-
tion time and improve the success rates of feasible path planners. Many of them
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could be extended for use with asymptotically optimal path planners, but there
has been little work investigating the effects of using workspace redundancy
with asymptotically optimal planners.
Dragan et al [12] modified the Covariant Hamiltonian Optimization for Mo-
tion Planning (CHOMP) [30] trajectory optimizer to be able to handle a set
of goal configurations. They found that considering a set of goals improved
the paths that were found by CHOMP. These results suggest that specifying a
goal as a set of configurations may allow asymptotically optimal planners, e.g.
RRTConnect* [1, 18, 20], to find better paths, which is what we investigate in
this paper.
Dragan et al [11] attempt to predict goal configurations that would lead to
high quality paths being found with CHOMP using a range of machine learning
algorithms. Given a set of goal configurations, they manage to select one that
allows the planner to find solutions that are on average 8% worse than those
found using the entire goal set. In this case it is better to use CHOMP with the
entire goal set because the set of goal configurations has already been computed.
3 Configuration space redundancy
Some robot arms, such as the UR5, have joints that can perform more than one
full rotation. Given one configuration we can construct others that put all of the
robots links in exactly the same positions by rotating any of the joints by one
or more full revolutions. We call these equivalent configurations, because they
put each part of the robot in the same position but are distinct in the robot’s
configuration space. The configuration space of a two degree of freedom robot
with equivalent configurations is shown in Fig. 2.
Equivalent configurations are always separated by multiples 2pi in each di-
mension that represents a rotational joint in the robot’s configuration space.
They can be calculated by adding or subtracting multiples of 2pi from positions
of rotational joints in the robot’s configuration space, while remaining within
the joint limits.
The number of equivalent configurations a robot arm has depends on the
number of rotations, n, each of its N joints can make:
nequivalent =
N∏
n=1
ni (1)
A robot arm that can make two full rotations with each of its two joints will
have four equivalent configurations as shown in Fig. 2. A robot arm with joints
that can each only make one one full rotation will only have one equivalent con-
figuration. This can also be seen in Fig. 2 where there is only one configuration
in each 2pi by 2pi block.
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Figure 2: Equivalent configurations shown in blue for a robot arm with two
joints that can each operate in the range [−2pi, 2pi).
4 Finding shorter paths using configuration space
and workspace redundancy
The robot’s workspace and configuration space redundancy are used to compute
a set of goal configurations as shown in Fig. 3. These configurations are then
used to represent the planner’s goal. An inverse kinematic solver is used to gen-
erate a predefined number of configurations that satisfy the workspace goal and
put the robot arm in distinct poses. These configurations represent the robot’s
workspace redundancy with respect to the task. The equivalent configurations
for each of these inverse kinematics solutions is then computed. The resulting
configurations represent the robot’s workspace and configuration space redun-
dancy with respect to the task. These configurations are then used to represent
the path planner’s goal.
1: function ComputeGoalConfigurations(task goal)
2: goal configs ← {}
3: ws goal configs ← Inverse solutions that satisfy task goal
4: for each g ∈ ws goal configs do
5: equiv configs ← Equivalent configurations of g
6: Append equiv configs to goal configs
7: end for
8: return goal configs
9: end function
Figure 3: Algorithm for computing goal configurations for a robot using its
workspace and configuration space redundancy.
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5 Experiments
We test the impact using multiple goals has on the performance of RRTCon-
nect* with integrated short-cutting planner [24] configured to minimise the Eu-
clidean path length. For both experiments the Euclidean length (sum of Eu-
clidean lengths of each path segment, in radians) and execution time (how long
it would take the robot arm to follow the path) were recorded. We tested the
planner’s performance when it was used with a different numbers of the clos-
est goal configurations, and when it was used with different numbers of random
goal configurations. Both cases were tested on two robots, one for pruning grape
vines [6] (Fig. 4) and another for reaching into cubicles (Fig. 5).
(a) Vine to be pruned. (b) The robot arm in a cut-
ting position.
Figure 4: Vine pruning scenario. Cutpoints are shown in green.
(a) Robot arm with gripper
model.
(b) Robot arm reaching into
a cubicle.
Figure 5: Cubicle picking scenario.
On the vine pruning robot, the planners were tasked with moving the robot
arm to cut positions on the vine. This task involves planning fine motions
around thin obstacles. To speed up planning we used a collision detector that
was specialised for use in this problem [23]. We limited the cuts used to those
where five robot goal poses could be sampled. The 16 equivalent configurations
for each of these were calculated and used as goal configurations, making a
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maximum of 80 goals per cut. Each robot pose had 16 equivalent configurations
by equation 1 because two of the UR5’s six joints had to be limited for this task
(see Appendix A).
The cubicle picking environment was designed to be similar to that used in
previous research [7, 25, 26] and the 2015 Amazon Picking Challenge [9]. The
planner had to compute plans so that the robot arm would reach from its start
position in one cubicle into another. Exiting the start cubicle and entering the
goal cubicle both required fine motion plans. We used the Flexible Collision
Library (FCL) [22] for collision detection. An analytical inverse kinematics
solver for the UR5 [16] was used to generate the eight robot arm poses to reach
the arm into the centre of each cubicle with a fixed end-effector orientation. The
32 equivalent configurations for each of these poses were calculated and used
as goal configurations, meaning there were 256 goal configurations per cubicle.
Each robot pose had 32 equivalent configurations by equation 1 because one of
the joints had to be limited for this task (see Appendix A).
6 Results
We performed two experiments on the vine pruning and cubicle picking robots.
In the first we tested the planner’s performance with different numbers of
randomly-chosen goal configurations for each target (cubicle or cut). This is
to simulate the case where a randomised inverse kinematics solver is being used
and the user does not know what the closest goal configurations are, these re-
sults are shown in Figs. 6, 10. In the second experiment we tested the planner’s
performance with different numbers of the closest goal configurations. This is to
determine the influence that the proximity of the goal configuration to the start
configuration has, these results are shown in Figs. 8, 12. In both experiments
we tested planning to 303 cuts for the vine pruning robot and into 100 cubicles
for the cubicle picking robot.
The ranking for the goal configuration used in the shortest path was stored
during planning. A ranking of n means that the nth closest goal configuration to
the start is being used in the shortest path. The goal configuration rankings for
the vine pruning and cubicle picking experiments are shown in Figs. 7, 9, 11, 13.
These figures show how the final configuration ranking changes during planning,
and that the shortest paths do not always end at the closest goal configuration
to the start configuration.
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Figure 6: Path length and execution times using different numbers of random
goals (left) and the improvement over using one goal (right) for the vine pruning
experiment. Error bars show the 95% confidence interval.
Figure 7: Ranking of goal configuration used in shortest path over time for vine
pruning experiment. The shortest path found by the planner is frequently not
to the closest in configuration space.
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Figure 8: Path length and execution times using different numbers of the closest
goal configurations (left) and the improvement over using one goal (right) for
the vine pruning experiment. Error bars show the 95% confidence interval.
Figure 9: Ranking of goal configuration used in shortest path over time for vine
pruning experiment. The shortest path found by the planner is frequently not
to the closest in configuration space.
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Figure 10: Path length and execution times using different numbers of random
goals (left) and the improvement over using one goal (right) for the cubicles
experiment. Error bars show the 95% confidence interval.
Figure 11: Ranking of goal configuration used in shortest path over time for
cubicles experiment. The shortest path found by the planner is frequently not
to the closest in configuration space.
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Figure 12: Path length and execution times using different numbers of closest
goal configurations (left) and the improvement over using one goal (right) for
the cubicles experiment. Error bars show the 95% confidence interval.
Figure 13: Ranking of goal configuration used in shortest path over time for
cubicles experiment. The shortest path found by the planner is frequently not
to the closest in configuration space.
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7 Discussion
In our experiments using more than one goal configuration resulted in the plan-
ner finding shorter paths that were quicker to execute, even when the first goal
configuration was the closest to the start. In most cases using five goal config-
urations was enough to provide a significant improvement. Using more than 32
goal configurations often did not result in further performance increases. Using
multiple goal configurations allows the planner to find paths to alternate goals
that might be less obstructed by obstacles.
Our results are consistent with Dragan et al [12] who found that using
goal sets containing 27 configurations improved the cost of paths found by the
CHOMP trajectory optimiser by 43% on average. In our experiments we found
that using 32 goal configurations resulted in the planner finding paths that were
65% (Fig. 6), 15% (Fig. 8), 55% (Fig. 10) and 55% (Fig. 12) shorter than those
obtained using only one goal configuration at various stages of planning.
Figures 8 and 12 show that the planner managed to find shorter paths using
a goal set compared to using only the closest goal configuration to the start.
This means that sets of goal configurations should be used, even when the closest
goal configuration to the start is known.
The planner often finished with solutions that used one of the closest 20
configurations to the start in the vine pruning experiments (Figs. 7, 9), and one
of the 50 closest configurations in the cubicle picking experiments (Figs. 11, 13).
This is consistent with the lack of performance improvements we saw by using
more than 32 goal configurations in both experiments. It could be that lower
(higher number) ranked goal configurations were too far away to be useful even
if they were relatively unobstructed by obstacles.
Using a set of goal configurations may have worked well because it was
likely to contain a ‘good’ goal configuration for the query. Alternatively, it
may have worked well because the extra goal configurations may have allowed
the planner to quickly find high-quality intermediate solutions, reducing the
region of configuration space that was sampled through its use of the informed
heuristic [15].
It is possible that good performance could be achieved using one high quality
goal configuration. Some computation time could be saved if only one goal
configuration had to be found using an inverse kinematics routine. This could
be achieved if an inverse kinematic solver was be biased toward solutions in
particular regions of configuration space using an appropriate heuristic, although
it is unclear what heuristic should be used.
In our experiments we have shown that using a set of goal configurations
resulted in shorter paths than using the closest goal configuration to the start
(Figs. 8 and 12). This means that a heuristic used to guide the inverse kinematics
solver should not only consider the proximity of the goal to the start.
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8 Conclusion
We found that using multiple goal configurations allowed our path planner to
find paths that were shorter and faster to execute. These extra goals meant that
the planner was able to find paths to different goal configurations that may be
shorter compared to a planner that chooses one goal configuration arbitrarily.
In a grape vine pruning robot arm experiment our proposed planner reduced
execution times by 58%.
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A Joint limits
The elbow joint of the UR5 robot arm used in our experiments was limited to
the range [−pi, pi). This is because the arm has a self collision when the elbow
joint is close to ±pi as shown in Fig. 14. This self collision causes the UR5’s
configuration space to be split into three disjoint sets depending on whether the
elbow joint is in [−2pi,−pi), [pi, pi) or [pi, 2pi). Since these sets are disjoint, it is
not possible to find a collision-free path where the start and goal positions of
the elbow joint are in different sets. This has been breaking the path planning
with the UR5 for some time and had been thought to be a problem with Moveit.
We have reported this issue to the Universal Robot repository on GitHub.
14
(a) UR5 in self collision.
Figure 14: The UR5 has a self collision when the elbow joint is close to ±pi, inde-
pendent of the positions of the other joints. This makes the UR5’s configuration
space disjoint depending on the position of the elbow joint.
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We limited the range of the shoulder lift joint to [−pi, 0) in our experiments
with the vine pruning robot. This is because the vine pruning robot has a back
wall, which splits the UR5’s configuration space as shown in Fig. 15.
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(a) UR5 in collision
with mounting wall.
Figure 15: Mounting the UR5 on a flat surface (brown) causes its configuration
space to be disjoint depending on the position of the shoulder lift joint.
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