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Pouţíváte-li operační systém Microsoft Windows, nejnovější verze nejrozšířenějších internetových 
prohlíţečů a klasické zařízení pro ovládání počítače, tedy klávesnici a myš, a netrpíte-li ţádnou vadou 
zraku, nejspíše jste se s nepřístupnou webovou stránkou nesetkali. Byla by ovšem chyba myslet si, ţe 
stejně na tom jsou všichni ostatní uţivatelé internetu. Poznamenejme, ţe ne kaţdý pracuje 
s klasickými rozšířenými prohlíţeči, jaké znáte vy, ne kaţdý má moţnost ovládat myš a ne kaţdý 
vidí. A bezpochyby můţeme říci, ţe i takoví uţivatelé jsou mezi námi. 
A jsou to právě tito lidé, kteří se dennodenně setkávají s internetovými bariérami. Uţivatel, 
jenţ trpí barvoslepostí, těţko korektně vyplní rozsáhlý formulář, pokud povinné poloţky označíte 
pouze barvou. Člověk s poruchou učení či soustředění se na stránkách nedokáţe zorientovat, nenajde-
li na nich jasnou a jednoduchou navigaci. Nevidomý uţivatel nezjistí, jaký význam má obrázek, 
chybí-li u něj alternativní textový popis.  
Tato práce si klade za cíl identifikaci postiţení uţivatelů internetu, analýzu a srovnání pravidel 
tvorby webových stránek tak, aby byla zachována jejich přístupnost i pro tyto uţivatele, a rešerši 
současných validačních nástrojů, na jejímţ základě bude navrhnuta a implementována vlastní 
aplikace pro validaci přístupnosti. 
Co se skrývá pod přístupností webových stránek a jaké výhody přináší, si osvětlíme na začátku 
práce ve druhé kapitole. Ve třetí kapitole identifikujeme postiţení uţivatelů internetu, která mohou 
být jak fyzického charakteru (zraková či sluchová), tak i technologického.  
Kapitola čtvrtá se věnuje analýze současných pravidel a metodik přístupnosti. Jako výchozí 
bod nám poslouţí pravidla WCAG v první i druhé verzi, z nichţ vycházejí prakticky všechny ostatní 
zásady. Zmíníme konkrétní dokumenty platné v USA, obecně v Evropské unii a také ve vybraných 
členských zemích. Samotnou podkapitolu tvoří pravidla platná v České republice.  
V páté kapitole se zaměříme na důkladnou rešerši nástrojů pro automatizovanou validaci 
webových stránek, které dělíme do tří kategorií: Online nástroje, toolbary a desktopové aplikace. 
U kaţdé skupiny uvedeme příklady aplikací a vyhodnotíme jejich klady a zápory. Na základě této 
rešerše v šesté kapitole specifikujeme poţadavky na vlastní validátor a ten následně navrhneme.  
V sedmé kapitole se budeme věnovat vlastní implementaci. Charakterizujeme pouţité 
technologie, formalizujeme pravidla přístupnosti a popíšeme jednotlivé funkce aplikace a jejich 
realizaci.  
V závěru práce, v osmé kapitole, srovnáme implementovaný validátor s existujícími nástroji 




2 Přístupnost na webu 
Cílem této kapitoly je objasnit, co se skrývá pod pojmem přístupný web a proč je přístupnost tak 
důleţitá, respektive jaké přináší majitelům a provozovatelům webů výhody.  
2.1 Co je to přístupný web 
Přístupnost ve své knize výstiţně popisuje David Špinar [1]. „Pod pojmem přístupnost můžeme 
chápat takový stav, kdy daná věc neklade svým uživatelům při používání žádné zásadní překážky. 
Přístupnou budovu mohou tedy například používat vozíčkáři a přístupný web zase například 
slabozrací.“  
V případě přístupného webu dochází k aplikaci uvedené definice přímo na webové stránky. 
Jedná se tedy o takovou webovou prezentaci, která svým uţivatelům neklade ţádné překáţky, které 
by jim ji znemoţnily efektivně pouţívat. 
Je důleţité si uvědomit jeden zásadní fakt. „Web je z podstaty naprosto univerzální a přístupný 
a vše, co z něj vytvořilo nepřístupné médium, mají na svědomí lajdáčtí webdesignéři.“ [1]  
2.2 Výhody přístupného webu 
Hlavní a zásadní výhoda přístupných webových stránek zcela jistě kaţdého napadne. Přístupný web 
na rozdíl od toho nepřístupného neblokuje přístup handicapovaným uţivatelům. Provozujeme-li 
například internetový obchod, který disponuje nepřehlednou či sloţitou navigací, můţe se stát, ţe 
někteří potenciální zákazníci budou mít váţné problémy s orientací na našem webu a na tomto 
základě se rozhodnou odejít. I kdyţ si to neuvědomujeme, protoţe my sami se přece orientujeme 
velmi dobře, můţe se pro někoho jednat o stejnou bariéru, jako kdyţ vozíčkářům neumoţníme 
bezbariérový vstup do své kamenné pobočky.  
Na prvním místě ţebříčku výhod je samozřejmě finanční zisk. Přístupný web rovná se více 
zákazníků, coţ znamená více peněz. Ovšem to není jediná výhoda. Přístupný web je lépe 
pouţivatelný a lépe viditelný. Optimalizace webových stránek pro vyhledávače, tedy za účelem co 
nejpřednějšího umístění při vyhledávání, je dnes jiţ takřka nedílnou součástí vývoje úspěšného webu. 
Vzhledem k tomu, ţe vyhledávací roboti vidí stránky pouze v jejich textové formě, neměli bychom 
opomenout například ke kaţdému netextovému elementu přiřadit jeho textovou alternativu. Díky 
tomu můţeme dosáhnout lepší indexace obsahu a výhodnější pozice při vyhledávání, čímţ se 
prakticky vracíme k prvnímu zmíněnému bodu, financím. 
Nicméně z povahy zmíněných výhod lze jasně usoudit, ţe i pro nekomerční webové projekty je 
přístupnost přínosná. 
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3 Handicapovaný uživatel 
Mezi handicapované uţivatele neřadíme pouze zdravotně postiţené. Patří mezi ně také uţivatelé 
s poruchami soustředění či s ne tak rozšířenými zobrazovacími zařízeními. Dohromady tito lidé podle 
Špinara [1] tvoří aţ třicet procent všech uţivatelů Internetu. A to je bez sebemenších pochyb 
mnoţství, které nelze zanedbat. Pojďme se v této kapitole na handicapy uţivatelů internetu podívat 
důkladněji. Tato kapitola čerpá z [1]. 
3.1 Zrakový handicap 
Zrak je komunikační kanál, který mezi člověkem a počítačem přenáší nejvíce informací. Stačí nám 
jediný pohled na obrazovku monitoru a hned víme, na jaké stránce se nacházíme, zda obsahuje nějaké 
obrázky atp. Ovšem ani poškození, či dokonce úplná ztráta zraku nezabraňuje člověku v pouţívání 
webu. S vyuţitím pomocných technologií (a samozřejmě přístupného webu) můţe i takto postiţený 
člověk stránky plnohodnotně vyuţívat. 
3.1.1 Nevidomost 
Do této skupiny uţivatelů řadíme ty, kteří se na svůj zrak při prohlíţení webových stránek nemohou 
spolehnout vůbec. Obsah vnímají prostřednictvím hlasového výstupu pomocí hlasových čteček anebo 
braillského řádku a stránky ovládají výhradně klávesnicí.  
Hlasová čtečka je software, který interpretuje obsah webové stránky na základě zdrojového 
kódu (nikoli dle grafického výstupu stránky v prohlíţeči), přičemţ kromě prostého textu dokáţe 
rozeznat i sémantické prvky stránky, jako jsou odstavce, nadpisy apod. Tím pádem je nutné, aby autor 
stránky tyto elementy správně označoval, coţ se můţe zdát jako banalita, ale praxe ukazuje, ţe na 
tento elementární poţadavek mnoho webdesignerů nepamatuje. 
Braillský řádek neboli hmatový výstup, je hardwarové zařízení, jeţ na základě získané 
informace vysouvá a zasouvá malé jehličky, jimiţ tvoří jednotlivé znaky.  
Na vlastní klávesnici nejsou kladeny ţádné speciální nároky. Zde je potřeba se zaměřit na 
webové stránky jako takové. Problémy se vyskytují zejména u JavaScriptových událostí, které jsou 
navázány čistě na funkčnost myši (např. onmouseover). Není-li k takové události vytvořena 
alternativa pro klávesnici, stávají se stránky (nejen) pro nevidomého uţivatele neovladatelnými.  
3.1.2 Uživatelé se sníženým barvocitem 
Lidé se zhoršenou schopností vnímat barvy zaujímají mezi zrakově handicapovanými uţivateli 
největší podíl. Sníţený barvocit se nejčastěji projevuje zhoršeným vnímáním (protanomálie) nebo 
úplnou ztrátou vnímání červené (protanopie) či zelené barvy (deuteranomálie, deuteranopie). 
Poměrně vzácným stavem přitom je monochromazie, tedy absolutní nerozeznávání barev a vidění 
pouze v odstínech šedé.  
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V Ishiharově testu1 na obrázku 3.1 vidíme srovnání protanopie a deuteranopie. Dvojice 
obrázků na levé straně ukazuje, jak je vidí zdravé oko. V kruzích se nacházejí číslice „2“ a „7“. 
Obrázky v prostředním sloupci simulují ztrátu vnímání červené barvy, dvojice na pravé straně ztrátu 
barvy zelené. Jak se sami můţete přesvědčit, ani jednu z číslic v nich nenalezneme.  
Identifikovat specifické potřeby uţivatelů se sníţeným barvocitem není obtíţné. Stránky jako 
takové dokáţou vnímat velmi dobře, pouze si musíme dát pozor, abychom některou informaci 




Obrázek 3.1: Ishiharův test. Vlevo zdravé oko, uprostřed protanopie, vpravo deuteranopie.[3] 
3.1.3 Uživatelé s výpadky zorného pole 
Jak uvádí Patka [4], „lidé s výpadky zorného pole nevidí celý obraz, ale jen jeho část. Výpadky mohou 
postihnout jen malé části sítnice, může dojít ke zúžení zorného pole nebo naopak k poruše centrálního 
vidění. V postižených oblastech je obraz zastřený nebo úplně ztracený.“  
Mezi tyto zrakové postiţení řadíme diabetickou retinopatii, jeţ se projevuje malými výpadky 
v zorném poli, glaukom, neboli zelený zákal, který má za následek ztrátu periferního vidění, či 
degeneraci sítnice, projevující se různými způsoby, například neviditelným či špatně viditelným 
středem zorného pole.  
                                                     
1
 Ishiharův test, poprvé publikován roku 1917 profesorem Tokijské univerzity Dr. Shinobu Ishiharou, se 
pouţívá k rychlému a přesnému zjištění sníţeného barvocitu na červenou a zelenou barvu. Skládá se celkem 
z 38 barevných obrázků v podobě zdánlivě nahodilých barevných teček, které v sobě skrývají číslo viditelné pro 
zdravé oko a neviditelné nebo těţko viditelné pro oko s červeným či zeleným deficitem. [3] 
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Lidé s těmito vadami zraku při práci s počítačem často pouţívají zvětšovací programy, které 
jim obsah automaticky zvětší tak, aby i pro ně byl dobře vnímatelný. Důleţitým faktorem přitom je 
dostatečný kontrast barev popředí a pozadí. 
3.2 Sluchový handicap 
Uţivatele se sluchovým postiţením můţeme dělit do tří skupin. Prelingválně neslyšící tento smysl 
ztratili ještě před ukončením vývoje řeči, k čemuţ dochází přibliţně do šestého roku ţivota. Jejich 
mateřským jazykem je znaková řeč, český (či jiný mluvený) jazyk je pro ně aţ na druhém místě. 
Oproti takto handicapovaným lidem mají postlingválně neslyšící výhodu v tom, ţe o sluch přišli aţ 
po rozvinutí řeči. Tím pádem se dokáţou dorozumět i s lidmi neznalými znakového jazyka.  
Mimo neslyšících, ať uţ pre- nebo postlingválně, existují také lidé ohluchlí. Disponují zbytkem 
fonetického sluchu a k jeho posílení pouţívají naslouchadlo. Za určitých podmínek rozumí mluvené 
řeči i bez nutnosti odezírání [4].   
Základní poţadavek přístupnosti uţivatelů se sluchovým handicapem lze snadno odhadnout. 
Veškerá informace, která je k dispozici v audio podobě, musí být doplněna plnohodnotnou textovou 
alternativou. Specifickou potřebou prelingválně neslyšících, kteří obvykle mají pouze velmi 
omezenou slovní zásobu, je i snadný, výstiţný a jednoduchý text dokumentu.  
3.3 Tělesný handicap 
Pokud se bavíme o tělesných handicapech ve vztahu k webovým stránkám, zcela jistě nás zajímají 
pouze postiţení horních končetin. Takový člověk nemá problémy s porozuměním obsahu, nýbrţ 
s ovládáním stránky jako takové. Mnohdy pouţívá specifická zařízení, jako například klávesnici 
upravenou pro jednu ruku, trubičku reagující na dech apod. Všechna tato zařízení ovšem fungují na 
podobné bázi jako klávesnice.  
Pro zajištění přístupnosti stránky i pro tyto uţivatele tedy postačuje, je-li stránka přístupná 
klasickou klávesnicí. 
3.4 Poruchy učení a soustředění 
Lidé s poruchami učení a soustředění nemají na rozdíl od tělesně handicapovaných problém 
s ovládáním stránky, ale naopak s porozuměním jejímu obsahu. S ohledem na webové stránky a 
poruchy učení vyvstává zejména dyslexie. 
Podle definice Ortonovy dyslektické společnosti dyslexie je „neurologicky podmíněná porucha 
vycházející z rodinných (rodových) dispozic, které znesnadňují získávání a zpracování jazykových 
informací. Vyskytuje se v různě silných formách a projevuje se obtížemi v jazykové recepci a při 
vyjadřování, zahrnuje fonologické zpracování, čtení, psaní, pravopis a někdy i aritmetiku.“ [1] 
Poruchami soustředění rozumíme neschopnost dlouhodobě se soustředit. Zaměříme-li se opět 
na webové stránky, mají tyto poruchy podobný dopad jako dyslexie. Uţivatel nedokáţe správně 
vnímat text a ztrácí orientaci na stránce.  
Identifikovat potřeby těchto uţivatelů ve smyslu přístupnosti k webu není snadné a o to 
náročnější je jejich realizace. Nejedná se totiţ o jasné a lehce testovatelné metody, jakou je například 
textová alternativa u nevidomých. Základní poţadavek tkví v jasné a přehledné navigaci stránky, 
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přičemţ by se v ní neměla vyskytovat sloţitá slova či slovní spojení. Velmi dobře v tomto smyslu 
poslouţí také mapa webu. 
Zvýraznění struktury webové stránky taktéţ patří k důleţitým podmínkám přístupnosti. Jinými 
slovy bychom sémantické prvky měli vyjadřovat jak příslušnými značkami v kódu, tak vizuálně. 
Různé velikosti fontů, odsazení, odráţky a další prvky uţivatelům pomohou v orientaci na stránce. 
Jako velmi vhodné se ukazuje doplnit text obrázky, které přitahují pozornost uţivatelů s poruchami 
učení či soustředění.  
Mezi důleţité faktory přístupnosti spadá v neposlední řadě také samotný text. Ten by měl být 
psán jasně a srozumitelně, bez dlouhých souvětí, s krátkými odstavci, nadpisy atp., aby jej i uţivatel 
s poruchou učení dokázal správně interpretovat. 
3.5  Technologický handicap 
Doposud jsme zmiňovali pouze zdravotní postiţení, ovšem ve vztahu k přístupnosti webu můţeme 
narazit i na úplně zdravé, ale přesto handicapované uţivatele. Tito lidé jsou limitováni technologiemi, 
jeţ pouţívají. Zpravidla se jedná o zařízení hardwarového i softwarového charakteru, která nepatří do 
skupiny majoritně pouţívaných. Za všechny jmenujme například méně časté internetové prohlíţeče či 
operační systémy, kapesní počítače (PDA) anebo monitory s různou moţností zobrazovat barvy. 
 Co se týče internetových prohlíţečů, naráţíme zejména na nejednotnou a nedostatečnou 
podporu webových standardů. Mnoho prohlíţečů si vytváří svá vlastní rozšíření, která ovšem ostatní 
neznají a tudíţ nedokáţou patřičně interpretovat. Značný handicap s sebou také nese pouţívání starší 
verze prohlíţeče (zejména Internet Exploreru), která sotva podporuje starý standard a na niţ mnozí 
tvůrci stránek jiţ zapomněli. 
Zmiňme i technologie, jeţ slouţí jako doplněk webovým stránkám. Do této kategorie patří 
zejména Flash, dokumenty ve formátu PDF, apod. Tyto technologie spojuje nutnost instalace 
speciálního softwaru. Uţivatel, který jím nedisponuje, si ţádný obsah publikovaný těmito 
technologiemi neprohlédne. Je tedy nutné dbát na přístupnost obsahu i bez zmíněných technologií [4].  
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4 Pravidla přístupnosti 
Nyní jiţ víme, jak mohou být uţivatelé internetu handicapovaní, a můţeme se tím pádem zaměřit na 
vlastní pravidla přístupnosti. První metodiky vznikly koncem devadesátých let dvacátého století na 
území Spojených států amerických.  
Za milník v oblasti webové přístupnosti tak můţeme povaţovat zrození zásad Web Content 
Accessibility Guidelines, na které se zaměříme v následující podkapitole. Tato pravidla se stala 
prakticky vzorem všech dalších metodik, jelikoţ jednotlivé státy je úplně či částečně převzaly do 
svých vlastních národních zásad. O tom se přesvědčíme v podkapitolách zaměřených na USA a 
Evropskou unii. A konečně v poslední části této kapitoly si analyzujeme pravidla přístupnosti platící 
v České republice. 
4.1 Web Content Accessibility Guidelines 
Web Content Accessibility Guidelines (dále „WCAG“) patří k nejznámějším pravidlům tvorby 
bezbariérového webu. Byla sestavena skupinou Web Accessibility Initiative (WAI), která vznikla pod 
křídly konsorcia W3C. První verze těchto zásad byla vydána v květnu roku 1999, o devět let později, 
v prosinci 2008, spatřila světlo světa verze druhá. Pojďme se nyní na obě dvě podívat podrobněji [1]. 
4.1.1 WCAG 1.0 
První verze WCAG zahrnuje celkem 14 základních pravidel (angl. guidelines), která se dále dělí na 
kontrolní body (angl. checkpoints). Kaţdý kontrolní bod má přiřazenu prioritu 1, 2 nebo 3, vyjadřující 
vliv daného bodu na přístupnost stránky.  
Priorita 1, tedy nejvyšší priorita, říká, ţe daný kontrolní bod musí být splněn. V opačném 
případě bude pro jednu či více skupin uţivatelů daná informace nepřístupná. Splnění tohoto bodu je 
pro některé skupiny uţivatelů základní podmínkou pro pouţívání webových stránek 
Priorita 2 říká, ţe daný kontrolní bod by měl být splněn. Jinak bude pro jednu či více skupin 
uţivatelů daná informace obtíţně přístupná. Splnění tohoto kontrolního bodu odstraní významné 
překáţky v přístupu k webovým stránkám.  
Priorita 3, tedy nejniţší priorita, říká, ţe daný kontrolní bod může být splněn. Pokud tomu tak 
nebude, stane se přístup k informacím v daném dokumentu pro jednu či více skupin uţivatelů 
nějakým způsobem obtíţný. Splnění tohoto bodu zvýší přístupnost k webovým stránkám. 
Do jaké míry webový dokument vyhovuje pravidlům přístupnosti, vyjadřuje tzv. Level of 
conformance. Úroveň „A“ označuje stránku, která vyhověla všem bodům s prioritou 1. Web s úrovní 
„Double-A“ navíc splňuje i body s prioritou 2. A konečně úroveň „Triple-A“ značí stránku, která 
vyhověla bodům všech priorit. 
Kompletní výčet kontrolních bodů najdeme na webu [5], podívejme se alespoň na základní 
pravidla [1]: 
1. Poskytujte ekvivalentní alternativy zvukového a vizuálního obsahu. 
2. Nespoléhejte pouze na barvu. 
3. Pouţívejte značky a styly a dělejte to správně. 
4. Objasňujte pouţití přirozeného jazyka.  
5. Vytvářejte tabulky, které se snadno transformují. 
 11 
6. Zajistěte snadnou transformaci stránek vyuţívajících nové technologie. 
7. Zajistěte uţivatelské ovládání změn obsahu závislých na čase. 
8. Zajistěte přímou přístupnost vloţeného uţivatelského rozhraní. 
9. Navrhujte stránky nezávislé na zařízení. 
10. Pouţívejte prozatímní řešení. 
11. Pouţívejte technologie a pravidla W3C. 
12. Poskytujte informace napomáhající orientaci a udrţení souvislostí. 
13. Pouţívejte jasné navigační mechanismy. 
14. Zajistěte, aby dokumenty byly jasné a jednoduché. 
 
Jak vidíme, základní pravidla plní spíše roli kategorií pro jiţ konkrétní kontrolní body. I tak si 
lze udělat poměrně jasný obrázek o obsahu a struktuře pravidel. Ačkoli jsou WCAG 1.0 „všeobecně 
pojímána jako základ všech navazujících metodik, která od roku 1999 vznikla […] žádná země 
neaplikovala do svých norem upravujících přístupný web WCAG 1.0 jako celek a vždy z něj vybrala 
některé kontrolní body a některé naopak přidala navíc.“ [1] 
Příčinu lze dle Špinara [1] hledat v datu (1999) a místě vzniku pravidel (USA). Rok 1999 je 
z hlediska vývoje internetu a webových stránek někde ve středověku a některá pravidla tak postupem 
času zastarala. Jiná pravidla s vysokou prioritou můţeme zase povaţovat za nadhodnocená. 
Příkladem budiţ důraz na přirozený jazyk dokumentu a zvýraznění jakékoli jeho změny, coţ můţeme 
akceptovat pro anglicky psané stránky, kde se cizí slova vyskytují velmi zřídka. Pokud bychom toto 
pravidlo aplikovali na český jazyk, takových změn v textu by bylo aţ neúměrně mnoho.  
Další nedostatek první verze pravidel WCAG tkví v úplné absenci některých klíčových bodů 
přístupnosti či jejich nízké prioritě. Například barevný kontrast popředí a pozadí má v případě textu 
nejniţší prioritu, přičemţ se jedná o naprosto zásadní pravidlo přístupnosti. Podobně neméně důleţité 
správné pojmenování názvů stránek pravidla například vůbec neobsahují. 
4.1.2 WCAG 2.0 
Na rozdíl od první verze WCAG, verze 2.0 na nejvyšší úrovni dělí pravidla do čtyř tzv. principů.  
První princip (Perceivable, česky vnímatelný) říká, ţe informace a komponenty uţivatelského 
rozhraní musí být uţivateli prezentovány vnímatelným způsobem. Jinými slovy informace nesmí být 
skryta před všemi jeho smysly. 
Druhý princip (Operable, ovladatelný) říká, ţe části uţivatelského rozhraní a navigace musí 
být ovladatelné. Tedy stránka nesmí vyţadovat interakci, kterou uţivatel není schopen provést.  
Princip číslo tři (Understandable, pochopitelný) říká, ţe informace a operace s uţivatelským 
rozhraním musí být pochopitelné. Obsah dokumentu a ani s ním prováděné operace tedy nesmí být za 
hranicemi uţivatelova chápání. 
A konečně čtvrtý princip (Robust, robustní) říká, ţe obsah stránky musí být natolik robustní, 
aby je bylo moţné spolehlivě interpretovat různými uţivatelskými programy či pomocnými 
technologiemi. Tento princip jinými slovy vyjadřuje zachování přístupnosti obsahu i při vývojovém 
pokroku. 
Pod kaţdým principem jsou uvedena pravidla (angl. guidelines, celkem 12), které můţeme 
chápat jako základní směrnice, kterými by se vývojář stránky měl řídit, aby byl obsah přístupný 
uţivatelům s různými postiţeními. Ke kaţdému pravidlu jsou přidruţeny tzv. kritéria úspěchu (angl. 
success criteria), jeţ se dělí do tří úrovní podle míry jejich vlivu na přístupnost stránky.  
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Analogicky jako u WCAG 1.0 se první úroveň označuje znakem „A“ a spadají do ní pouze 
základní pravidla. Druhá úroveň „AA“ nám jiţ sděluje, ţe stránka je velmi dobře přístupná. 
A v případě, ţe dokument vyhovuje úrovni „AAA“, víme, ţe splňuje i ta nejpřísnější pravidla a jedná 
se o maximálně přístupnou stránku.  
Vlastní dokument pravidel navíc ke kaţdému kritériu přikládá přehled způsobů, jak dané 
kritérium splnit. Ty rozděluje na dostačující (angl. sufficient) a doporučené (angl. advisory).  
Kompletní výčet všech pravidel a kritérií si můţete prohlédnout v angličtině na internetu [6], 
český překlad části dokumentu naleznete na serveru Blind Friendly Web [8].  
Pokud porovnáme pravidla s jejich první verzí, vidíme v nich jasný odraz dvou faktorů. Za 
prvé mnohaleté zkušenosti s pravidly přístupnosti a s dopadem a vlivem první verze pravidel. Za 
druhé technologický pokrok. Druhá verze pravidel obsahuje mnoho bodů, jeţ v době vzniku první 
ještě neměla význam. Za všechny jmenujme například pravidla spojená s ţivým či předtočeným 
zvukovým přenosem. Mnohá „staronová“ pravidla jsou pak důkladně upřesněna a v některých 
případech i zdvojena dle úrovně přístupnosti.  
Například pravidlo o dostatečném kontrastu barev, jehoţ nízká priorita v první verzi zásad se 
stala terčem kritiky. Nyní nám pravidla předepisují „minimální kontrast“ na úrovni AA, silnější 
pravidlo úrovně AAA pak hovoří o maximálním kontrastu. [6, 7, 8]  
   
4.2 Section 508 
Pravidla WCAG jsou ovšem stále jen pravidly. Doporučují nám stránky nějak dělat, nicméně nás 
k tomu nenutí. Vlastní vyhlášky či zákony jsou jiţ na bedrech jednotlivých zemí. Tyto právní normy 
samozřejmě nelze uplatňovat na všechny webové stránky, typicky tak jsou zaměřeny na instituce 
státní správy, kde dodrţování přístupnosti hraje velmi důleţitou roli.    
Ve Spojených státech platí norma známá pod názvem Section 5082. Podíváme-li se na znění 
pravidel, vidíme celkem 16 bodů, přičemţ body (a) aţ (k) se přímo shodují s kontrolními body 
nejvyšší priority z WCAG 1.0. Zbylé body (l) aţ (p) svůj ekvivalent ve WCAG 1.0 nemají. Jedná se 
například o moţnost přeskočit opakující se navigační odkazy, informování uţivatele v případě 
očekávané reakce v časovém limitu, obsah zobrazovaný skripty, aplety a plug-iny apod. Některé 
z těchto bodů jiţ ovšem můţeme nalézt v druhé verzi WCAG [9].  
4.3 Přístupnost a EU 
Přístupnost webových stránek je na půdě Evropské unie řešena v rámci programu eAccessibility, který 
se zabývá obecně přístupností handicapovaných a starších lidí k informačním technologiím. 
Přístupnost webu přitom zastává základní roli.  
Důleţitým milníkem v tomto směru byla ministerská konference v Rize v roce 2006, kde bylo 
rozhodnuto, ţe všechny veřejné stránky státní správy mají být přístupné v souladu s pravidly WCAG 
2.0. [10, 11] 
                                                     
2
 „Pod pojmem Section 508 se všeobecně označuje část č. 508 amerického zákona Rehabilitation Act, která byla 
do zákona přidána v roce 1998 a stanovuje federálním orgánům USA povinnost poskytování informací 
přístupným způsobem.“ [1] 
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To ovšem neznamená, ţe EU všem členským zemím nařizuje řídit se striktně metodikou 
WCAG 2.0. Státy EU mají moţnost sestavit si vlastní pravidla, ty nicméně musí být s doporučenými 
pravidly v souladu. 
Pojďme nyní ve stručnosti nahlédnout, jaké metodiky přístupnosti jsou zavedeny ve vybraných 
členských státech EU. 
4.3.1 Německo 
U našich západních sousedů je přístupnost určována Nařízením o bezbariérových informačních 
technologiích (něm. Barrierefreie Informationstechnik-Verordnung, dále BITV). Pravidla 
přístupnosti, zaloţená na WCAG 1.0 a vydaná v roce 2002, definují celkem 14 základních 
poţadavků, které jsou dále děleny na konkrétní kontrolní body. Ty se rozdělují na body s vyšší (I) 
a s niţší prioritou (II). Přitom platí, ţe všechny stránky musí splňovat pravidla s vyšší prioritou, 
úvodní stránky a centrální navigace navíc musí vyhovovat i poţadavkům niţší priority.  
V současné době je vyvíjena druhá verze pravidel BITV, jeţ se zakládá na WCAG 2.0. [12] 
4.3.2 Slovensko 
Na Slovensku pravidla přístupnosti webových stránek státní správy určuje Výnos o štandartoch pre IS 
VS, který nabyl platnosti 1. 10. 2008. Metodika těchto pravidel je z velké části převzata z WCAG 1.0, 
povinně je nutné vyhovět pouze vybraným pravidlům.  
Aktuálně probíhá úprava právní normy ve smyslu harmonizace s WCAG 2.0. [13] 
4.3.3 Velká Británie 
Je aţ s podivem, ţe taková země jako Velká Británie nedisponuje v dnešní době ţádnou jasnou 
metodikou či jasný zákonem, který by upravoval webovou přístupnost a nařizoval webovým 
vývojářům dodrţovat její konkrétní úroveň.   
V roce 1999 přinesla úprava zákona Disability Discrimination Act (DDA), který byl všeobecně 
zaměřen na popírání diskriminace handicapovaných, povinnost přístupných webových stránek pro 
státní instituce, zaměstnavatele a poskytovatele sluţeb. DDA ovšem neobsahoval ţádnou vlastní 
metodiku, pouze hovořil o „dostatečných úpravách“ stránek tak, aby byly přístupné i pro 
handicapované uţivatele.  
1. října 2010 vstoupil v platnost tzv. Equality Act, jenţ z části nahrazuje DDA, nicméně ani 
tento zákon ţádná konkrétní pravidla nepřináší. [14, 15] 
4.4 Česká pravidla přístupnosti 
První předpis pro přístupné webové stránky v České republice vznikl v roce 2004 za účelem novely 
zákona č. 365/2000 Sb. jako výsledek práce komise v rámci tehdejšího Ministerstva informatiky. Za 
vzor si tato metodika brala WCAG 1.0, ovšem jak poznamenává Špinar [1], cílem skupiny nebylo 
pravidla pouze bezmyšlenkovitě převzít. Česká pravidla, pojmenovaná jako Pravidla pro tvorbu 
přístupného webu, jsou primárně zaměřena na instituce veřejné správy, nicméně jsou koncipována 
takovým způsobem, aby se dala aplikovat i na ostatní typy webových stránek.  
Pravidla obsahovala celkem 37 kontrolních bodů rozdělených do 6 oddílů. Jejich kompletní 
znění najdete v příloze A knihy Davida Špinara [1]. 
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Tato pravidla ovšem bylo nutné záhy přepracovat, aby odpovídala nařízením Evropské Unie 
a byla v souladu s metodikou WCAG. Z toho důvodu došlo k úplnému vypuštění některých pravidel, 
převáţně z důvodu chybějící opory ve WCAG, jiná pravidla zase byla přidána. Nová metodika 
obsahuje celkem 33 kontrolních bodů, dělení do 6 kategorií zůstává. Pro představu si uveďme některá 
odstraněná pravidla: 
 Webová stránka i jednotlivé prvky textového obsahu uvádějí své hlavní sdělení na svém 
začátku. 
 Obsah ani kód webové stránky nepředpokládá, ţe uţivatel jiţ navštívil jinou stránku. 
 V metaznačkách je uvedena pouţitá znaková sada dokumentu. 
 
Na základě tohoto výtahu vidíme, ţe byla odstraněna pravidla s klíčovým dopadem na 
přístupnost. Například neuvedení pouţité znakové sady můţe mít za následek špatné zobrazení textu, 
a tudíţ úplnou nečitelnost dokumentu.  
V odborných kruzích tak kolují pochybnosti, zda je nová verze pravidel opravdu krokem 
kupředu pro ty, kteří to potřebují nejvíce, pro handicapované uţivatele. Můţeme si například 
prohlédnout demonstrační stránku3 Petra Staníčka, která sice odpovídá novým pravidlům přístupnosti, 
ale jiţ na první pohled není přístupná [16, 17].  
 
                                                     
3
 http://pixy.cz/temp/pristupny_web/  
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5 Existující nástroje 
V minulé kapitole jsme si představili pravidla tvorby přístupného webu u nás a ve světě. Nyní 
nahlédneme na nástroje, které si kladou za cíl automatizovanou validaci přístupnosti webových 
stránek. V první podkapitole se zaměříme na online validátory, v další části na panely nástrojů, tzv. 
toolbary, a na závěr si zmíníme několik desktopových aplikací. 
Je ovšem nutno podotknout, ţe automatizovaně lze validovat pouze omezené mnoţství 
pravidel, mnoho aspektů přístupnosti je nutné kontrolovat manuálně. Všechny nástroje v této kapitole 
jsou k dispozici minimálně v demoverzi zdarma.   
5.1 Online validátory 
V kategorii online nástrojů si zmíníme známý nástroj Cynthia Says, dále nástroje WAVE a TAW, 
které spojuje grafická forma výstupu validace. Zbylé dva nástroje, Total Validator a SortSite, se v pak 
vyznačují širokým záběrem validovaných aspektů webové stránky. 
5.1.1 Cynthia Says 
Cynthia Says
4
 je online validátor od firmy HiSoftware. Jméno mu propůjčila Cynthia D. Waddell, 
známá americká konzultantka, jejíţ tvář je vyobrazena i v logu validátoru. Cynthia na vstupu kromě 
testované URL adresy očekává i další údaje. Musíme zvolit, proti jakým pravidlům přístupnosti bude 
stránka validována (Section 508, či WCAG 1.0 dle priorit), v případě, ţe testujeme pouze WCAG 1.0 
prioritu 1, Cynthia nám doporučuje, abychom si nechali chyby niţší priority vypsat jako varování.  
Speciální funkcí pak je zpráva o kvalitě alternativních textů (Alternative Text Quality report), 
v níţ Cynthia testuje alternativní texty obrázků, v nichţ se mohou vyskytovat implicitní hodnoty 
z různých editorů apod. Tato kontrola zahlásí chyby u všech alternativních textů, jeţ obsahují slovo 
„Image“, které nemá pro popis významu obrázku ţádný smysl, a dále pak u textů, v nichţ se nachází 
přípona souboru s obrázkem (například .jpg). Kromě uvedených výrazů je také kontrolována délka 
popisu. Pokud je popis kratší neţ sedm znaků, ohlásí Cynthia varování, stejně tak v případě popisu 
delšího neţ 80 znaků, kdy nástroj doporučuje uţití atributu longdesc místo atributu alt. Poslední 
test ve zprávě se sestává z kontroly počtu opakování slov v popisech. Opakuje-li se slovo více neţ 
pětkrát, povaţuje to Cynthia za chybu.  
Při zaškrtnutí volby Include file source on accessibility failures nám Cynthia pří výskytu chyby 
do závěrečné zprávy vloţí i zdrojový kód testované stránky. A konečně v poslední volbě úvodního 
formuláře můţeme zvolit, za jaký prohlíţeč se validátor při kontrole stránky bude vydávat. Toto 
nastavení je uţitečné zejména v případech, kdy je obsah stránek generován dynamicky na straně 
serveru v závislosti právě na prohlíţeči uţivatele. 
V příloze A si můţeme prohlédnout část výsledné zprávy validace. Vidíme, ţe Cynthia vypíše 
do tabulky jednotlivé kontrolní body, u nichţ pak mimo jiné oznamuje, zda daný bod testem prošel 
nebo neprošel. U kaţdého bodu validátor uvádí konkrétní pravidla přístupnosti a v případě chyby 
hlásí pozici jejího výskytu v kódu (řádek, sloupec). 




Jiţ na první pohled výsledná zpráva validátoru Cynthia Says působí nepřehledně. Obsahuje 
velké mnoţství čistého textu, a ačkoli si na její formát lze jiţ po pár pouţitích zvyknout, stále se v ní 
nachází mnoho zbytečných informací. Cynthia ve zprávě totiţ uvádí i ty body dané metodiky, které 
nemají u kontrolovaného dokumentu ţádný význam (předmět pravidla se v něm nevyskytuje). Další 
nedostatek shledávám v oddělení výčtu chyb od testované stránky. Výpis pozice chyby ve formě 
řádku a sloupce zdrojového kódu nás nutí přepínat mezi zprávou a kódem, abychom zjistili, ke 
kterému konkrétnímu elementu stránky se chyba vztahuje. 





 je druhým online validačním nástrojem, který si představíme. Na rozdíl od validátoru 
Cynthia Says neposkytuje výsledky procesu validace ve formě textové zprávy, nýbrţ zobrazuje 
kontrolovanou stránku obohacenou o vlastní ikony. Ty lze rozdělit do čtyř kategorií.  
Červené ikony upozorňují na chyby v přístupnosti, které mají téměř jistě za následek vznik 
bariéry. Jedná se například o chybějící textový popis obrázku, prázdné záhlaví tabulky, atp.  
Ţlutě zbarvené ikony znázorňují varování na místech stránky, kde můţe, ale nemusí, nastat 
problém s přístupností. Typicky ovšem označují oblast, kde se problémy s přístupností objevují často, 
případně kde lze určitou věc udělat lépe. WAVE doporučuje jejich podrobnější manuální kontrolu.  
Ikony v zelené barvě nám ukazují části ošetřující přístupnost (například alternativní texty 
obrázků) a WAVE jimi vývojáře vybízí ke kontrole přesnosti a relevantnosti.  
A konečně světle modrá barva označuje ikony, jeţ indikují strukturální, sémantické a navigační 
elementy, které mohou pomoci ke zvýšení přístupnosti webu, například seznam. WAVE doporučuje 
kontrolu správnosti pouţití těchto elementů.  
Informačních ikon je skutečně velké mnoţství, coţ můţe zejména při prvních pouţitích tohoto 
nástroje částečně ztěţovat analýzu výsledku validace. Nicméně tato nevýhoda mizí stejně rychle, jak 
často WAVE pouţíváme. Ve srovnání s rozsáhlou textovou zprávou validátoru Cynthia Says povaţuji 
výstup WAVE v konečném výsledku za přehlednější, názornější a uţivatelsky přívětivější.  
Validaci nástrojem WAVE lze provést třemi způsoby. Za prvé klasicky zadáním URL adresy 
validované stránky. Za druhé vloţením lokálního souboru na disku. Tento způsob se hodí zejména 
v případě, kdy validovaná stránka není přístupná přes internet. Posledním způsobem je pak vloţení 
přímo HTML kódu stránky do příslušného pole. Ve všech třech případech WAVE zkontroluje kód, 
pokusí se danou stránku (kód) zobrazit a do jejího obsahu vloţí informační ikony, coţ si můţeme 
prohlédnout na obrázku 5.1. 
 





Obrázek 5.1: Výsledek validace nástrojem WAVE 
 
WAVE nevaliduje stránky přímo proti některému ze standardů přístupnosti, nicméně autoři 
zvolili mnoţinu pravidel, z nichţ mnoho je shodných s pravidly v Section 508 či WCAG, proti nimţ 
je web testován. Jak sami zmiňují, WAVE zahrnuje i testy, které nevychází z ţádných pravidel 
přístupnosti.  
Mimo jiţ popsaný výstup v podobě barevných ikon v těle kontrolované stránky nabízí WAVE 
ještě další moţnosti kontroly přístupnosti. Structure/Order View vloţí do stránky ikony, které 
označují pořadí jednotlivých elementů ve stránce. Pomocí tohoto pohledu můţeme zkontrolovat, zda 
elementy jdou za sebou v logickém sledu. Metoda Text-only View zobrazí stránku pouze v textovém 
formátu, bez obrázků a bez stylů. Tento způsob zobrazení se hodí, chceme-li zkontrolovat, jak bude 
stránka vypadat v textovém prohlíţeči či jak ji „uvidí“ hlasová čtečka. Poslední varianta Outline View 
vypíše všechny nadpisy, které jsou na stránce přítomny, díky čemuţ můţete snadno zkontrolovat 
strukturu stránky. 
Nástroj WAVE nekontroluje obsah vloţený pomocí JavaScriptu. Chceme-li validovat 
i JavaScript, musíme pouţít WAVE toolbar, o kterém se více zmíníme v kapitole 5.2.1. 
5.1.3 TAW Online 
Pod zkratkou TAW
6
 se ukrývá španělský název Test accesibilidad web, coţ bychom mohli do češtiny 
přeloţit jako Test přístupnosti webu. TAW, jeţ je dostupný i v anglické lokalizaci, validuje dle 
WCAG 1.0 s volitelným nastavením priorit, navíc umoţňuje testovat stránky i dle nové verze WCAG 
2.0.  
Výsledná zpráva kombinuje výstup obou výše zmíněných nástrojů. Po vzoru validátoru WAVE 
je na pozadí zobrazen kontrolovaný web, do jehoţ těla jsou rozmístěny ikony, jak vidíme na obrázku 
5.2. V případě TAW se ovšem jedná pouze o tři druhy obrázků, které reprezentují jednotlivé úrovně 




pravidel WCAG. TAW navíc zobrazuje ikony s otazníkem, jeţ nás nabádají k manuální kontrole 
určitého pravidla.  
Pod zobrazenou stránkou s ikonami se nachází podrobná textová zpráva, podobně jako 
u nástroje Cynthia Says. Zpráva zobrazuje pouze ty body, kde nastala chyba (v tom případě vypíše 
relevantní řádky kódu) nebo je nutná manuální kontrola, na rozdíl od Cynthia Says, která ve výstupu 
vypíše všechny body pravidel, i kdyţ pro daný dokument nemají význam.  
U nástroje TAW se nabízí srovnání zejména s validátorem WAVE. Druhý jmenovaný má 
navrch díky mnohonásobně většímu počtu informačních ikon, na jejichţ základě lze jiţ na první 
pohled poznat, o jakou konkrétní chybu či varování se jedná. To v případě TAW nelze a je nutné buď 
přejet kurzorem myši přes ikonu, nebo nahlédnout do textové zprávy. Tu naopak povaţuji za velmi 
povedený a přehledný doplněk grafického výstupu. 
Nástroj TAW je k dispozici také v desktopové verzi, která oproti online nástroji nabízí několik 
dalších funkcí. Podrobně se na tuto aplikaci zaměříme v podkapitole 5.3.3. 
 
 
Obrázek 5.2: Výstup validátoru TAW Online 
5.1.4 Total Validator 
Předposlední z online nástrojů, které si představíme, nese název Total Validator7. Tento nástroj v sobě 
kromě kontroly přístupnosti (dle pravidel WCAG 1.0 i 2.0 a Section 508) zahrnuje také validaci 
HTML, validaci jazyka (angl. spelling validator), kontrolu špatných odkazů (angl. broken links) 
a několik dalších funkcí.  
Kromě výběru metodiky přístupnosti, proti níţ budou stránky testovány, nabízí Total Validator 
i několik dalších moţností. Mezi nimi najdeme například zkrácenou zprávu o validaci, zobrazení 
                                                     
7
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varování a také volbu slovníku pro validaci textu stránky. Total Validator podporuje angličtinu 
(americkou a britskou odděleně), němčinu, španělštinu, italštinu a francouzštinu. 
Výsledná zpráva začíná souhrnem, kde vidíme, kolik chyb bylo nalezeno v jednotlivých 
částech validace. Pod souhrnem najdeme přímo zdrojový kód testované stránky, který je na 
příslušných řádcích doplněn o poznámky nástroje, viz obrázek 5.3). U kaţdé vidíme její typ 
(přístupnost, HTML .atp) a stručný popis. Díky tomu lze ihned identifikovat, jaký problém v jaké 
části stránky nastal. V případě, ţe validátor odhalí moţnou chybu v textu stránky, nabídne nám 
několik moţných správných variant z pouţitého slovníku.  
Hlavní plus u tohoto nástroje shledávám v širokém záběru validace. Ačkoli se v rámci této 
práce zaměřuji zejména na přístupnost, je kontrola i ostatních aspektů webového dokumentu v rámci 
jediného kroku zcela jistě značným pomocníkem webového vývojáře. Za uţivatelsky přívětivou 
povaţuji i výslednou zprávu. Ačkoli je ryze textového charakteru, působí přehledně, neobsahuje 
ţádné nadbytečné informace na rozdíl od zprávy nástroje Cynthia Says, chyby jsou v kódu viditelně 
značeny a navíc se mezi nimi lze rychle pohybovat pomocí nadefinovaných záloţek. Silnou stránkou 
Total Validatoru je i kontrola textu stránky a mnoho dílčích nastavení validace. 
V době po sepsání semestrálního projektu a dokončením diplomové práce byla online verze 
nástroje ukončena. K dispozici ovšem stále je desktopová verze, kterou popisuji v podkapitole 5.3.4. 
 
 
Obrázek 5.3: Výtah výsledné zprávy validace nástrojem Total Validator. 
 
5.1.5 SortSite 
SortSite je primárně komerční desktopová aplikace pro testování širokého spektra vlastností webové 
stránky včetně přístupnosti. Lze ovšem vyzkoušet její online verzi8, která je omezena na 10 
validovaných stránek během jednoho testu. Jako jediný online nástroj ze zde zmíněných totiţ 
prochází i dokumenty, na něţ je z testované stránky odkazováno.  
Přístupnost je v rámci nástroje SortSite testována současně proti všem úrovním obou verzí 
pravidel WCAG a navíc také proti metodice Section 508. Výslednou zprávu uvozuje percentuální 
ohodnocení, jakou část z testovaného souboru zaujímají stránky, kde se vyskytla chyba. Současně 
také vidíme graf srovnávající tuto hodnotu s průměrem za poslední měsíce.  
Detailní zpráva je rozčleněna do tří kategorií. První část Summary zahrnuje na kartě Dashboard 
přehled kategorií testování (přístupnost, webové standardy, SEO optimalizace atd.) s údaji o počtu 
chybových stránek v dané oblasti. Karta Site Map zobrazí sloupcový 3D graf, z něhoţ lze snadno 
odečíst, kde se na stránce vyskytuje jaké mnoţství chyb. Kaţdý sloupec grafu, jehoţ příklad můţeme 
vidět na obrázku 5.4, reprezentuje jednu testovanou stránku. Tloušťka sloupce vyjadřuje jeho úroveň 
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zanoření od hlavní stránky. Nejširší sloupec tedy značí samotnou testovanou stránku, sloupce o jednu 
úroveň uţší zastupují stránky, na něţ se dostaneme z hlavní stránky atd. Výška sloupce značí počet 
problémů na stránce, červená barva označuje kritické chyby, oranţová chyby niţší priority. Kliknutím 
na konkrétní sloupec se dostaneme k detailům pro danou stránku. 
 
 
Obrázek 5.4: Graf výskytu chyb na testovaných stránkách. 
 
Ve druhé části zprávy pod názvem Issues jiţ najdeme přehled konkrétních chyb. Ty jsou opět 
roztříděny do příslušných kategorií. U kaţdé chyby vidíme, na jakém řádku jaké stránky se vyskytla, 
a můţeme se na dané místo ve zdrojovém kódu přesunout prostřednictvím jednoho kliknutí.  
Třetí a poslední část zprávy je ukryta pod kartou Pages. Jedná se o seznam testovaných 
stránek, přičemţ u kaţdé z nich si můţeme zobrazit detaily. Po úvodní tabulce se základními 
informacemi (například o počtu odkazů z a na stránku) následuje zdrojový kód, který na příslušných 
řádcích obsahuje poznámky o chybách a rady, jak je opravit. Jedná se prakticky o totoţný princip 
jako u předchozího nástroje, jen s tím rozdílem, ţe informace o chybách je formátována do větších 
boxů, které ovšem aţ příliš kouskují zdrojový kód, čímţ jeho kontrolu činí mírně nepřehlednou. 
Hlavní přednost tohoto nástroje podle mého názoru tkví v šíři validovaných aspektů webové 
stránky, stejně jako u nástroje Total Validator. SortSite v tomto směru Total Validator mírně 
překonává a navíc přidává moţnost testovat v jednom běhu více stránek. Uţitečný je i automaticky 
vygenerovaný graf, zobrazující výskyt chyb na testovaných stránkách s ohledem na jejich zanoření od 
výchozího dokumentu.  
Výsledná zpráva má svá pro i proti. Pozitivně hodnotím moţnost procházet chyby na stránkách 
buď dle jednotlivých stránek, nebo dle kategorií chyb. To se můţe zejména v obsáhlejším testovacím 
souboru ukázat jako praktické řešení. Na druhou stranu zobrazení chyb ve zdrojovém kódu stránky 
zabírá aţ příliš mnoho místa a částečně stěţuje jeho čitelnost.  
5.2 Toolbary 
Toolbary jsou panely nástrojů, které se zpravidla instalují do webových prohlíţečů a slouţí tak 
k rychlé kontrole webových stránek bez nutnosti přímo navštívit web validátoru.  
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5.2.1 WAVE toolbar 
WAVE toolbar
9
 je panel nástrojů pro prohlíţeč Mozilla Firefox. Jak jiţ název napovídá, jedná se 
o klon online nástroje WAVE (viz kapitola 5.1.2). Podporuje stejné funkce s tím rozdílem, ţe dokáţe 
validovat také heslem chráněné či dynamicky generované webové stránky různými skripty případně 




Obrázek 5.4: WAVE toolbar pro prohlíţeč Mozilla Firefox 
5.2.2 Web Accessibility Toolbar 
Web Accessibility Toolbar
10
 (dále WAT), jejţ vidíme na obrázku 5.5, pochází od konsorcia Web 
Accessibility Tools a je určen primárně pro prohlíţeč Internet Explorer. Starší verzi toolbaru lze 
stáhnout i pro prohlíţeč Opera, ovšem musíme mít na vědomí, ţe tato verze neobsahuje všechny 
funkce novější verze. Na rozdíl od předchozího panelu WAVE, WAT sám ţádnou validaci 
přístupnosti neprovádí, ale spouští nástroje třetích stran (WAVE, Cynthia). Kromě kontroly těmito 
nástroji lze jeho prostřednictvím vyvolat i kontrolu HTML a CSS kódu.  
Mimo validaci poskytuje WAT i jiné funkce, které podporují nejen kontrolu přístupnosti. 
Můţeme tak změnit velikost okna na některé ze zaţitých rozlišení monitoru, odebrat ze stránky 
obrázky a nebo CSS styly, zvýraznit sémantické prvky stránky jako nadpisy, odstavce, seznamy apod. 
Ve verzi pro Internet Explorer můţeme také vyvolat nástroj Contrast Analyser, jemuţ se podrobněji 
věnuji v podkapitole 5.3.1. 
 
 
Obrázek 5.5: Web Accessibility Toolbar pro Internet Explorer 
5.2.3 Web Developer 
Posledním z rodiny toolbarů, které v této podkapitole zmíníme, je Web Developer11 od Chrise 
Pedericka. Tento panel nástrojů si můţeme importovat do prohlíţečů Firefox a Google Chrome. Co se 
týče validace přístupnosti dle Section 508 či WCAG, vyuţívá sluţeb validátoru Cynthia Says, kam 
uţivatele s poţadavky kontroly přesměruje. Jak vidíme na obrázku 5.6, Web Developer poskytuje 
velké mnoţství funkcí a filtrů týkajících se obrázků, CSS stylů, formulářů a dalších informací, který 
lze ze stránky získat. Můţeme například zvýraznit obrázky s prázdným či ţádným alternativním 
textovým popiskem, zobrazit cesty k souborům či jejich rozměry.  
Vzhledem k počtu funkcí a mnoţině informací, které lze pomocí Web Developeru takřka 
jedním kliknutím získat, povaţuji tento nástroj za nejvhodnější pro validaci (nejen) přístupnosti. 
 









Obrázek 5.6: Web Developer v prostředí Google Chrome 
5.3 Desktopové aplikace 
V podkapitole o desktopových aplikacích nalezneme převáţně ekvivalenty online nástrojů s více či 
méně rozšířenými funkcemi. Na začátku si také zmíníme dva programy, díky nimţ si můţeme udělat 
obraz, jak vidí uţivatel se zrakovým postiţením.  
5.3.1 Contrast Analyser 
Contrast Analyser
12
 je primárně aplikace pro kontrolu dostatečného kontrastu barvy popředí a barvy 
pozadí. Na vstupu vyţaduje dvě barvy, pro které následně vypočte rozdíl jasu a barvy nebo 
světelnost. Kromě toho ovšem nabízí i další funkce, kterými lze simulovat různé typy barvosleposti 
(protanopie, deuteranopie, tritanopie a další).  
5.3.2 Visual Impairment Simulator 
Aplikace Visual Impairment Simulator
13
 pro Microsoft Windows od vývojového týmu z University of 
Illinois slouţí k simulaci vad zraku v reálném čase. Na rozdíl od programu Contrast Analyser 
můţeme v této aplikaci nastavit simulaci vybraného postiţení a následně s počítačem dále pracovat. 
Tím lze velmi dobře získat dojem, jak zrakově handicapovaný uţivatel vidí naše stránky. Navíc 
kromě barvosleposti aplikace nabízí i jiná zraková postiţení, například různé typy výpadků zorného 
pole.  
5.3.3 TAW3 standalone 
Tato aplikace zahrnuje a rozšiřuje funkcionalitu online validátoru TAW, popsaného v podkapitole 
5.1.3. Jak vidíme na obrázku 5.7, okno aplikace je rozděleno na dvě části. Horní polovina se sestává 
z přehledu chyb v přístupnosti a výzev k manuální kontrole, které jsou stejně jako u online nástroje 
rozděleny dle priorit WCAG 1.0. Po kliknutí na příslušnou chybu se nám v dolní části okna zvýrazní 
relevantní část ve zdrojovém kódu stránky.  
Zajímavou funkcí nástroje TAW3 je testování zanořených stránek, na něţ úvodní validovaná 
stránka odkazuje. Před startem testu můţete nastavit, kolik stránek program maximálně otestuje a do 
jaké úrovně odkazů se zanoří. Prostřednictvím této funkce je moţné v jednom kroku zkontrolovat 
velké mnoţství stránek, coţ zcela jistě usnadňuje práci. V záloţce Summary po skončení testu vidíme 
přehled všech stránek, které program zvalidoval, včetně statistiky chyb a doporučení manuální 
kontroly ke kaţdé úrovni priority WCAG 1.0. 




 http://vis.cita.uiuc.edu/  
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Na základě výsledků kontroly můţeme zobrazit souhrn testů v podobě HTML dokumentu. Na 
jeho začátku vidíme seznam validovaných stránek s počtem chyb pro jednotlivé priority WCAG 1.0. 
Pokud stránka v některé z nich prošla bez chyby, je označena barevným kolečkem, které indikuje 
úroveň její přístupnosti. Níţe pak nalezneme seznam kontrolních bodů, přičemţ ke kaţdému z nich je 
přidruţen výčet testovaných stránek s počtem chyb pro daný bod.  
Dále můţeme vygenerovat TAW zprávu, coţ je v podstatě totoţný výstup jako u online 
nástroje, a zprávu v jazyce EARL14. Jedná se o XML soubor, který pro kaţdý kontrolní bod obsahuje 
blok, identifikující předmět testu, daný kontrolní bod, výslednou validitu, validační nástroj a metodu, 
jak bylo výsledku dosaţeno (automatická, manuální). 
 
 
Obrázek 5.7: TAW3 standalone validátor 
5.3.4 Total Validator 
Stejně jako předchozí aplikace je i tato desktopovou verzí online nástroje, tentokrát Total Validatoru 
popsaného v kapitole 5.1.4. Total Validator v desktopové podobě15 lze získat ve dvou verzích. 
Základní (basic) verze je k dispozici zdarma a zahrnuje základní moţnosti validace. Zpoplatněná 
rozšířená verze (pro) navíc obsahuje pokročilá nastavení, mimo jiné například výstup v podobě 
screenshotů kontrolované stránky z různých prohlíţečů a operačních systémů, validaci stránek za 
přihlašovacími formuláři, validaci chybových stránek (např. chyba 404), moţnost připojení vlastního 
slovníků pro kontrolu textu a další 
                                                     
14
 Evaluation and Report Language, jazyk pro reprezentaci výsledků testů. 
15
 http://www.totalvalidator.com/tool  
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Výsledná zpráva je v podobě HTML dokumentu, který svou formou zcela koresponduje 
s výslednou zprávou online verze nástroje Total Validator.  
5.3.5 SortSite Evaluation 
Desktop verzi nástroje SortSite16, o jehoţ online verzi hovořím v podkapitole 5.1.5, lze získat 
i zdarma ve formě Evaluation edice, jejíţ pouţívání je omezeno 30denní zkušební dobou a limitem na 
počet testovaných stránek (odkazů) během jednoho testu (100) a na počet ohlášených chyb téhoţ typu 
(4). 
Nástroj funguje jako webový prohlíţeč, v němţ si otevřeme poţadovanou stránku, a poté ji 
necháme zvalidovat. Desktopová verze jiţ podporuje volbu typu a úrovně metodiky přístupnosti 
a zahrnuje také kontrolu vlastního textu dokumentu jako nástroj Total Validator.  
Výsledná zpráva je v totoţném formátu jako u online verze. Aplikace umoţňuje zprávu uloţit 
na disk pro pozdější analýzu. Současně také shromaţďuje informace o počtu chyb pro daný soubor 
validovaných stránek a v případě následných testů zobrazuje graf s jejich historií. 
                                                     
16
 http://www.powermapper.com/download/sortsite/download.htm  
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6 Návrh validátoru 
Nyní jiţ máme přehled o existujících nástrojích pro validaci přístupnosti webových stránek. Na 
základě jejich analýzy se pokusíme v první podkapitole stanovit mnoţinu funkcí, které by měl 
poskytovat náš vlastní validátor. Dále si uvedeme moţné případy uţití, rozhodneme, jakým způsobem 
bude vlastní proces validace na implementační úrovni probíhat, navrhneme uţivatelské rozhraní 
aplikace a strukturu databáze pro archivní data a nakonec provedeme formalizaci pravidel 
přístupnosti. 
6.1 Specifikace požadavků 
Hlavní poţadavek na náš nástroj je zřejmý – kontrola dle aktuálních českých pravidel přístupnosti. Na 
tuto funkci programu bude kladen největší důraz, jelikoţ program by měl slouţit zejména tuzemským 
webdesignerům, kteří momentálně ţádný nástroj, který by validoval dle české metodiky, k dispozici 
nemají. Program by dále měl podporovat i validaci dle základních pravidel WCAG 2.0, přičemţ volba 
kontrolní metodiky a její úrovně bude volitelná.  
Kromě tohoto základního kamene by aplikace měla generovat přehlednou a snadno 
analyzovatelnou výstupní zprávu, jiţ by uţivatel mohl jednoduše prezentovat. Tyto i další poţadavky 




 Validace dle českých pravidel přístupnosti a dle WCAG 2.0. 
 Volitelná volba typu a úrovně metodiky. 
 Validace zanořených stránek v dané doméně (nastavitelný počet a úroveň zanoření).  
 Validace zadáním URL, vloţením HTML dokumentu nebo HTML kódu. 
 Výstupní zpráva ve formátu HTML obsahuje souhrn validačního procesu, pro 
konkrétní stránku zobrazí její zdrojový kód s vyznačenými místy, kde byla nalezena 
chyba. 
 Testování špatných odkazů (tzv. broken links)  
 Volitelné shromaţďování a ukládání výsledků do databáze za účelem prohlíţení 
historie validací. 
 Česká a anglická lokalizace. 
6.2 Diagram případů užití 
Na obrázku 6.1 je znázorněn diagram případů uţití validátoru. Vidíme, ţe z uţivatelského hlediska se 
jedná o velmi jednoduchou aplikaci. V diagramu vystupuje jediná uţivatelská role Uživatel. Jeho 
pravomoc v systému je neomezená, můţe tedy vykonávat veškeré akce, které systém nabízí. Primární 
činnost uţivatele samozřejmě představuje validace, která je rozčleněna na validaci vzdáleného 
dokumentu přes adresu URL, lokálního dokumentu v počítači uţivatele anebo samostatného kódu, 
který je vloţen do příslušného textového vstupu.  
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Kromě vlastní validace můţe uţivatel vyvolat nastavení programu, kde se nachází zejména 
volba jazyka, nastavení připojení k databázi a další moţnosti. Samozřejmostí je také zobrazení 
nápovědy. 
 
Obrázek 6.1: Diagram případů uţití 
6.3 Validace 
Jádrem celé aplikace je vlastní validace přístupnosti. Automatizovanou validací ovšem nelze pokrýt 
všechny body pravidel. Například pravidlo „Obsah všech tabulek musí dávat smysl čtený po řádcích 
zleva doprava“ lze automatizovaným nástrojem jen těţko zkontrolovat. V takových případech 
program na zbylá pravidla uţivatele dodatečně upozorní a vyzve jej k manuální kontrole. 
Při řešení problému vlastní validace zdrojového kódu, tedy jakým způsobem kód procházet 
a hledat v něm chyby, jsem vzal v úvahu dvě moţná řešení: Konečný automat a regulární výrazy.  
Konečný automat, jehoţ nastínění najdeme na obrázku 6.2, by procházel kód stránky znak po 
znaku a dle aktuální pozice v kódu by modifikoval svůj stav, jenţ by reflektoval například pozice 
uvnitř tagu, uvnitř atributu apod. Automat by do pomocných struktur a polí ukládal aktuální strom 
tagů a seznam jejich atributů tak, aby dokázal zachytit potřebné prohřešky vůči přístupnosti. Toto 
řešení s sebou ovšem přináší několik významných negativ. Jako první zmiňme sloţitost vlastního 
automatu. Konečný automat pro validaci HTML kódu by jistě měl mnoho stavů, pomocných 
proměnných, struktur či polí pro odchyt chyb a konečně také nespočet podmínek, které by celý 
průběh validace dle aktuálního stavu a symbolu na pásce řídily. Druhou nevýhodou takového řešení je 
nemoţnost uţivatelské modifikace pravidel. Pravidla by byla v automatu pevně definována a jediná 





   
Obrázek 6.2: Ukázka eventuálního konečného automatu procesu validace. 
 
Druhé zmíněné řešení tkví v pouţití regulárních výrazů. Klady tohoto principu přesně zrcadlí 
negativa konečného automatu, která jsme si zmínili. Regulární výrazy nevyţadují procházet kód 
konečným automatem, jsou přehledné, rychlé a snadné pro porozumění. S jejich pomocí lze 
vystihnout řadu problémových aspektů kódu vzhledem k jeho přístupnosti. Pouţití regulárních výrazů 
by také uţivateli přineslo moţnost přizpůsobení celé validace, jelikoţ velmi snadno můţeme pravidla 
ve formě regulárních výrazů importovat do aplikace z XML souboru. Problémem u řešení 
s regulárními výrazy je samotný kód webových stránek. Jazyk HTML je tak robustní, ţe vybrat 
jedním regulárním výrazem například všechny hypertextové odkazy není tak jednoduché, jak se můţe 
na první pohled zdát. Prvním problémem jsou komentáře. V těch se můţe vyskytovat jakýkoli 
element stránky, který ovšem regulární výraz nikdy nesmí najít. Totéţ platí o atributech tagů 
v jednoduchých nebo dvojitých uvozovkách. Dalším úskalím HTML kódu jsou bloky cizích kódů – 
Javascriptu a CSS. I ty mohou ovlivnit výsledek hledání pomocí regulárního výrazu.  
Po srovnání kladů i záporů obou navrhovaných řešení jsem se rozhodl vyuţít regulárních 
výrazů. Vyjmenovaná úskalí můţeme překonat předpřipravením kódu stránky před samotnou 
validací. Tím rozumíme zejména odstranění komentářů a upravení specifických HTML znaků na 
specifických místech. Pokud například najdeme v atributu elementu znak <, nahradíme jej za jeho 
HTML alternativu &lt;. Po nahrazení všech takových znaků si můţeme být jisti, ţe regulární 
výrazy, které jsou většinou ve znění „pro tag X musí/nesmí existovat Y“, fungují správně. Zbývá jen 
vybrat správné znaky k nahrazení. V tomto okamţiku jiţ vyuţijeme konečného automatu, díky němuţ 
dokáţeme jednoznačně určit, který znak nahradit a který ne. Oproti výše zmíněnému automatu pro 
kompletní validaci přístupnosti se tento automat bude omezovat jen na nejnutnější aspekty kódu. 
Nebude tedy tak robustní a nepřehledný a nebude muset evidovat velké mnoţství stavových 
proměnných.  
6.4 Volba implementační technologie 
Při volbě technologií pro implementaci jsem zvaţoval pro a proti jednotlivých variant. V prvopočátku 
proti sobě stály dvě potenciální realizace validátoru: Online nástroj a desktopová aplikace. Výhodu 
prvního zmíněného způsobu spatřuji v jiţ existujícím uţivatelském rozhraní (webový prohlíţeč). Tato 
výhoda ovšem ztrácí na významu, kdyţ přihlédneme k poţadavkům na vlastní rozhraní. Vzhledem 
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k tomu, ţe aplikace vyţaduje od uţivatele pouze několik vstupních informací a prezentace výsledků 
validace jiţ bude ve formátu HTML, není tím pádem nutné rozhraní programu neúměrně rozšiřovat.  
Naproti tomu za výhodu desktopové aplikace povaţuji moţnost offline validace lokálních 
dokumentů a samotného HTML kódu, coţ by u online řešení nebylo bez připojení k internetu moţné. 
Menší nevýhodou desktopové aplikace pak je nutná instalace, coţ ovšem povaţuji za zanedbatelný 
detail.  
Pro implementaci vlastního nástroje jsem zvolil jazyk Java. Technologie pouţitá pro výstupní 
zprávu pramení jiţ z vlastní specifikace poţadavků. HTML bude vhodně doplněno o CSS tak, aby 
výsledky byly přehledné a snadno analyzovatelné. Jak jsme jiţ zmínili v podkapitolách 6.1 a 6.3, 
aplikace bude vyuţívat MySQL databázi a také bude pracovat s technologií XML. 
Podrobný popis jednotlivých technologií se nachází v podkapitole 7.1. 
6.5 Návrh uživatelského rozhraní 
Aplikace bude disponovat jednoduchých uţivatelským rozhraním. Úvodní obrazovka se bude skládat 
z validačního rozděleného do tří logických částí, který vyzve uţivatele k zadání příslušných 
parametrů validace. První část se týká zdroje pro validaci. Uţivatel zadá URL adresu stránku, vybere 
lokální soubor na disku nebo přímo vloţí HTML kód. Ve středním oddílu formuláře uţivatel zvolí 
základní parametry. Jedná se zejména o volbu metodiky přístupnosti, maximální počet validovaných 
stránek a maximální zanoření ve struktuře webu. V poslední části formuláře se pak nacházejí 
dodatečné volby, mezi něţ patří kontrola nedostupných odkazů a archivace výsledku do databáze. 
Vzhledem k tomu, ţe výstup programu bude ve formě HTML dokumentu, který si uţivatel 
prohlédne externí aplikací, není v rámci uţivatelského rozhraní aplikace potřeba vytvářet prostor pro 
prezentaci výsledků.  
6.6 Návrh databáze 
Na obrázku 6.3 vidíme návrh schématu databáze. Databáze pro ukládání informací o výsledcích 
validací se omezuje pouze na základní data. Pro statistické potřeby si vystačíme s tabulkou vlastních 
validací (validation), kde uchováme informace o datu validace, jejím typu (URL, soubor, 
vloţený kód) a celkovém počtu validovaných stránek, nalezených chyb a varování. Ke kaţdé validaci 
dále budeme shromaţďovat data o jednotlivých stránkách (tabulka page). Jedná se opět zejména 
o data o počtu chyb a varování na stránce. 
Na základě těchto informací lze generovat různorodé statistiky, můţeme sledovat trendy ve 





Obrázek 6.3: Schéma databáze 
6.7 Třídy 
V této podkapitole navrhneme jednotlivé třídy aplikace. Kompletní diagram tříd obsahuje příloha B. 
6.7.1 ValidatorApp a ValidatorTexts 
Spouštěcí třídou aplikace je třída ValidatorApp, která inicializuje grafické uţivatelské rozhraní 
a provede další nezbytné akce při startu programu. Jedním z jejich atributů je instance třídy 
ValidatorText s textovými řetězci aktuálně pouţívaného jazyka. Jejich načtení z externího XML 
souboru zařídí metoda loadTexts. Zpřístupnění textu na základě jeho identifikátoru provede 
metoda g (get text). 
6.7.2 ValidatorAutomat 
Třída ValidatorAutomat provádí vlastní validaci kódu stránky. Pro kaţdou stránku je vytvořena 
instance třídy, která provede předpřípravu zdrojového kódu (odstranění komentářů apod.), extrahuje 
odkazy a vybere z nich kandidáty k validaci, a pokud uţivatel zvolí i kontrolu nedostupnosti odkazů, 
provede i tuto operaci. Při validaci detekuje chyby v přístupnosti a ukládá je do svých interních 
struktur.  
Výsledkem validace je objekt třídy ValidatorResult, který obsahuje veškeré informace 
o jejím průběhu a výsledcích.  
6.7.3 ValidatorBox 
Třídy, jejichţ název začíná řetězcem ValidatorBox, v aplikaci představují různé dialogy. 
ValidatorBoxAbout zobrazí okno se základními informacemi o programu. 
ValidatorBoxAlert a ValidatorBoxSuccess vyvolají zprávu o chybě respektive 
o úspěšně provedené akci. Obě třídy implementují metodu setMsg, pomocí níţ lze oknu nastavit 
příslušné hlášení.  
Třída ValidatorBoxOptions zahrnuje panel s nastavením aplikace. Poskytuje nezbytné 
prvky uţivatelského rozhraní pro změnu jazyka programu či pro nastavení databázového připojení. 
Třída ValidatorBoxStatistics představuje okno se statistikou validací a jejím filtrem 
a konečně třída ValidatorBoxProgress okno s detaily průběhu validace. 
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6.7.4 ValidatorConnection 
Třída ValidatorConnection zajišťuje spojení programu s MySQL databází, které je vyuţíváno 
při ukládání statistik výsledků validace.  
6.7.5 ValidatorError 
Třída ValidatorError slouţí jako struktura pro uloţení nalezených chyb při validaci. Kaţdá 
instance obsahuje atributy charakterizující konkrétní chybu, jako například typ chyby, pozici výskytu 
v kódu, apod. Objekty třídy ValidatorError se v aplikaci vyskytují v kolekcích, do nichţ jsou 
vkládány v nepredikovatelném pořadí. Pro účely výpisu chyb ve správném pořadí třída přepisuje 
metodu compareTo, která srovná dvě své instance a seřadí je na základě jejich pozice v kódu.  
6.7.6 ValidatorErrorLink 
Třída ValidatorErrorLink představuje strukturu pro zachycení chybných odkazů. Třída 
obsahuje pouze dva atributy, které charakterizují adresu nedostupného odkazu a pozici jeho výskytu 
v kódu. Nedostupné odkazy bude aplikace detekovat v pořadí, v jakém se na stránce vyskytují. Tím 
pádem na rozdíl od předchozí třídy není nutné implementovat vlastní řadicí metodu. 
6.7.7 ValidatorLangFile 
Třída ValidatorLangFile slouţí jako struktura pro definiční soubor s jazykem. Aplikace při 
spuštění načte všechny definice jazyka a uloţí několik nezbytných informací o jazyku do kolekce tříd 
ValidatorLangFile. Kolekce se následně zobrazí ve výběrovém poli hlavního formuláře. Z toho 
důvodu třída přepisuje metodu toString. 
6.7.8 ValidatorLink 
Instance třídy ValidatorLink v aplikaci tvoří seznam stránek určených k validaci přístupnosti. 
Kaţdá stránka je charakterizována svou adresou a úrovní zanoření ve struktuře webových stránek. 
Jednotlivé objekty třídy ValidatorLink jsou z kolekce postupně vybírány a naopak další objekty 
představující extrahované odkazy z validované stránky jsou do kolekce dále přidávány. 
6.7.9 ValidatorMethodFile 
Podobně jako třída ValidatorLangFile je i třída ValidatorMethod file struktura pro 
soubory, nyní ovšem pro definice pravidel. Tato třída se vyuţívá pouze při spuštění programu, kdy se 
do kolekce jejích instancí načtou základní údaje o definičních souborech validačních pravidel. 




Třída ValidatorProcess řídí celý průběh validace od odeslání úvodního formuláře po generaci 
výstupní zprávy. Provede inicializaci validace, vytvoří instance třídy ValidatorAutomat, přebírá 
výsledky validací a po skončení procesu vytvoří příslušné objekty pro generaci výstupní zprávy.  
6.7.11 ValidatorReport 
Třída ValidatorReport obdrţí seznam výsledků validace (třídy ValidatorResult) a na 
jejich základě pro kaţdý výsledek vygeneruje výstupní HTML stránku. Metody této třídy vytváří 
příslušný HTML kód, který je následně zapsán do výstupního souboru.  
6.7.12 ValidatorResult 
Třída ValidatorResult slouţí jako struktura pro uloţení výsledků validace. Obsahuje kolekci 
chyb, varování, nedostupných odkazů, potenciálních odkazů k další validaci a zdrojový kód stránky. 
Třídy ValidatorResult jsou při kaţdé validaci sdruţeny do kolekce výsledků, která je následně 
předána třídě ValidatorReport ke generaci výstupní zprávy.  
6.7.13 ValidatorRule a ValidatorRuleSet 
Třídy ValidatorRule a ValidatorRuleSet spolu úzce souvisí. První jmenovaná představuje 
strukturu validačního pravidla. Jsou v ní uloţeny příslušné regulární výrazy pravidla, chybové hlášení 
a další klíčové atributy. Třída ValidatorRuleSet pak představuje souhrnnou definici pravidla. 
Pravidla jsou sdruţena do kolekce objektů ValidatorRule, třída také obsahuje seznamy bodů 
manuální kontroly apod. 
6.7.14 ValidatorTestURL 
Třída ValidatorTestURL, jak jiţ název napovídá, slouţí pro různé testy prováděné s URL 
adresou. V aplikaci bude místy potřeba zjistit, zda je příslušná adresa dostupná, případně zda se za 
danou adresou skrývá webový soubor. Obě zmíněné funkce implementují metody právě této třídy. 
6.7.15 ValidatorView 
Třída ValidatorView představuje hlavní okno aplikace. Definuje veškeré elementy rozhraní 
hlavního formuláře, metody pro zobrazení nastavení, nápovědy apod. Formulář validace bude 
uţivatel moci uloţit, aby jej nemusel neustále vyplňovat, tím pádem budou potřeba operace pro 
nahrání uloţených dat do formuláře, jejich uloţení a přirozeně také reset formuláře. Klíčová metoda 
validate pak po kliknutí na příslušné tlačítko odstartuje vlastní proces validace.  
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7 Implementace 
V minulé kapitole jsme navrhli vlastní validační nástroj a nyní si popíšeme jeho implementaci. 
Nejprve představíme pouţité technologie, dále popíšeme postup při implementaci a pouţité externí 
knihovny a formalizujeme pravidla přístupnosti. Následně provedeme rozbor implementovaných 
funkcí systému a jejich testování. 
7.1 Použité technologie 
Jak jsme jiţ zmínili v podkapitole 6.4, validátor bude implementován jako desktopová aplikace 
v jazyce Java. Pravidla pro validaci budou načítána z XML souboru a výstupní zpráva bude ve 
formátu HTML, respektive XHTML, jejíţ formu definujeme pomocí kaskádových stylů (CSS). 
K archivaci dat také budeme potřebovat databázi, v našem případě MySQL. 
7.1.1 Java 
První verzi interpretovaného programovacího jazyka a zároveň také platformy Java vydala společnost 
Sun Microsystems v roce 1995. Java je jazyk vyšší úrovně, jehoţ hlavní domény představují 
nezávislost na architektuře, objektová orientace, přenositelnost, jednoduchost, podpora více 
podprocesů, robustnost, dynamika, bezpečnost atp.  
Nezávislosti na architektuře je dosaţeno generací speciálního kódu, tzv. bytekódu, jenţ vznikne 
překladem zdrojových souborů s příponou .java a který je při spuštění aplikace interpretován 
virtuálním strojem Javy. Stejný bytekód programovacího jazyka Java tak poběţí spolehlivě na 
jakékoli platformě. Program stačí přeloţit pouze jednou a zkompilovanou aplikaci následně můţeme 
pouţívat jak ve Windows, tak například i na Linuxu.  
Významným nástrojem Javy je tzv. garbage collector, který značně usnadňuje programátorovi 
práci s pamětí. Zatímco například v jazyce C, potaţmo C++, je úkolem programátora ohlídat si 
správnou alokaci a uvolnění paměti, v Javě se o to automaticky stará právě garbage collector. Nástroj 
běţí na pozadí jako proces s nízkou prioritou a detekuje objekty, které programátor jiţ nepouţívá. 
Tyto objekty pak uklízí, čímţ uvolňuje jimi zabranou paměť a s velkou pravděpodobností tak 
běţícímu procesu s vyšší prioritou zajišťuje dostatek volné paměti.  
Vývoj programů v jazyce Java je jednodušší, rychlejší a podporuje rozvoj dobrých 
programátorských postupů. Na základě srovnání statistik programů, např. počet tříd, metod, atp., 
v Javě a v C++, se ukázalo, ţe programy napsány v jazyce Java mohou být aţ čtyřikrát menší, neţ 
tytéţ aplikace napsané v C++ [18, 19]. 
7.1.2 XHTML 
Pro vysvětlení pojmu XHTML nejdříve objasněme zkratku HTML. 
HTML neboli Hyper Text Markup Language je značkovací jazyk pro popis struktury webových 
stránek, k čemuţ slouţí značky, tzv. tagy, ohraničené lomenými závorkami. Webový prohlíţeč 
textový HTML dokument přečte a zobrazí jako webovou stránku. Jednotlivé tagy jsou přitom 
interpretovány a jejich obsah adekvátně zobrazen. Například text uvnitř značky <h1> (nadpis první 
úrovně) je na obrazovce vidět obvykle jako velký tučný text. 
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HTML pochází z univerzálního značkovacího jazyka SGML (Standard Generalized Markup 
Language) a jeho vznik se datuje do roku 1990. První specifikaci napsal a navrhnul Tim Berners-Lee 
a s ní současně také protokol HTTP a první webový prohlíţeč. 
Základní koncept HTML spočívá v oddělení obsahu od formy. Obsah neboli strukturu 
dokumentu tvoří jeho prvky, například seznam, nadpis, odstavec, apod. Prvky ovšem sami o sobě 
nemají ţádnou definici vzhledu, jejich zobrazení je ponecháno na výstupním zařízení. Jejich forma je 
definovaná separovaně.  
Výhoda tohoto přístupu tkví zejména ve snazší správě dokumentů obsahujících pouze strukturu 
a v rychlých a efektivních změnách formy dokumentu, přičemţ jeho struktura zůstane nedotčena. 
Tento koncept nebyl v devadesátých letech 20. století příliš dodrţován. Výrobci internetových 
prohlíţečů do původně „čisté“ HTML specifikace zahrnovali vlastní značky, které mnohdy neměly 
ţádný strukturální či sémantický význam, nýbrţ pouze definovaly vzhled svého obsahu.  
Původně měla být poslední verzí HTML verze 4.01 z roku 1999, ovšem v roce 2007 se 
rozhodlo o vývoji HTML 5. V současnosti je tato verze jazyka stále ve vývoji. 
XHTML neboli Extensible HyperText Markup Language je téměř identické s HTML 4.01 
a vzniklo v roce 1999. Příchod XHTML se pojí s potřebou, aby HTML dokumenty vyhovovaly XML 
syntaxi.  
Mezi nejvýznamnější rozdíly oproti HTML patří povinnost vţdy uzavírat tagy, a to i nepárové, 
nebo například psaní názvů značek a jejich atributů výhradně malými písmeny [20]. 
7.1.3 CSS 
Akronym CSS zastupuje název Cascading Style Sheets, pro nějţ se v češtině často pouţívá označení 
Kaskádové styly. CSS není programovací jazyk v pravém slova smyslu, ale spíše systém pro definici 
vzhledu dokumentů značkovacích jazyků jako HTML a XML. Bez těchto jazyků nemá CSS ţádný 
význam, naopak dokumenty HTML bez CSS ano.  
Za vznik CSS dala snaha (opět) oddělit struktury HTML dokumentů od jejich formy. 
Kaskádové styly definují, jak bude který element zobrazen, jaká bude barva textu v odstavci, jak bude 
vypadat nadpis první úrovně atp. Styly jsou nejčastěji zapisovány do externích CSS souborů, které 
jsou připojeny k HTML, XML nebo podobnému dokumentu. Největší síla tohoto systému tkví 
v rychlosti a efektivnosti ovládání vzhledu celého webu. Skrze jediný externí soubor, který můţe 
webový vývojář připojit k libovolnému počtu webových stránek, lze měnit zobrazení jakéhokoli 
elementu a změna se automaticky projeví u všech takových elementů ve webové aplikaci. To je 
obrovský rozdíl oproti dřívějšímu stereotypu, kde webový vývojář musel v případě globální změny 
v designu stránek procházet kaţdou stránku prezentace zvlášť a zanášet do ní změny.  
Mimo externí stylopis však existují ještě další dva způsoby, jak styl definovat. Tím prvním je 
zápis definice mezi tagy <style> a </style> v hlavičce dokumentu, druhým pak uvedení 
atributu style přímo v konkrétním tagu. Poslední jmenovaný způsob je viditelně neméně praktický, 
jelikoţ ovlivňuje právě jeden konkrétní element v právě jednom konkrétním dokumentu.  
Vlastní styl představuje soubor definovaných vlastností, například barva textu, řez písma nebo 
barva pozadí, které se přiřadí HTML elementu prostřednictvím na základě CSS selektoru. CSS 
selektory jsou poměrně robustním mechanismem. S jejich pomocí lze styl cílit i na jeden jediný 
konkrétní element v dokumentu.  
Přitom platí, ţe kaţdou vlastnost můţeme kaţdému prvku nadefinovat vícekrát. Například 
připojením různých stylových souborů, přidáním definice vzhledu přímo do značky atp. Pravidla pak 
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vytvoří tzv. kaskádu (odtud název Kaskádové styly), která určuje, jaká pravidla mají v případě 
vícečetných definic přednost a jak se mohou navzájem doplňovat [20, 21]. 
7.1.4 Javascript 
Javascript je interpretovaný skriptovací jazyk pro přidání dynamické funkcionality webovým 
stránkám. Často se tak kombinace Javascriptu a HTML nazývá dynamické HTML, zkráceně 
DHTML. Pod pojmem dynamika v tomto případě rozumíme například přidávání dynamického 
(proměnlivého) obsahu do těla webového dokumentu, validaci formulářových dat a zejména reakce 
na uţivatelské akce, jakými jsou například kliknutí myši či stisk klávesy. Například kdyţ uţivatel 
klikne na speciální odkaz na stránce, místo implicitní akce načtení odkazu můţeme uţivateli zobrazit 
skrytý obsah jiţ načteného dokumentu.  
Jméno JavaScript by mohlo evokovat určitou spojitost s jazykem Java, ale ve skutečnosti tyto 
dva jazyky nemají takřka nic společného. Počátky JavaScriptu sahají do roku 1995, kdy Brendan Eich 
vytvořil pro společnost Netscape Communications Corporation první verzi jazyka, tehdy zvanou 
LiveScript. JavaScript byl zařazen do prohlíţeče Netscape Navigator, na coţ záhy reagoval Microsoft, 
který se rozhodl ve svém prohlíţeči Internet Explorer podporovat svou vlastní verzi jazyka zvanou 
JScript.  
Ačkoli byly oba jazyky velmi podobné, stále mezi nimi existovalo mnoţství rozdílů, coţ 
samozřejmě přidělávalo starosti hlavně samotným webovým programátorům. Výsledkem byla 




Nevýhoda JavaScriptu spočívá v tom, ţe uţivatel jej můţe ve svém prohlíţeči zakázat. Tím 
pádem je mu veškerá funkcionalita stránky implementovaná JavaScriptem zapovězena [20].  
7.1.5 XML 
XML neboli Extensible Markup Language vznikl v roce 1996 v rámci organizace World World Web 
Consortium, vychází ze SGML a popisuje XML dokumenty a částečně také chování počítačových 
programů, které s nimi pracují.  
Hlavní motivací při vývoji tohoto jazyka bylo uloţení dat v textové podobě. A právě díky tomu 
se XML stalo tak populárním. Jak píše Holzner [18], „když vytvoříme dokument XML, specifikujeme 
také značky, které se v tomto dokumentu budou používat. Na rozdíl od HTML nemá formát XML 
žádné předdefinované značky, se kterými je nutné pracovat. Sami si můžeme vytvořit své vlastní 
značky a strukturovat svá data dle libosti.“ 
Zatímco v HTML má značka <p> svůj pevný sémantický význam, tedy odstavec textu, jiţ 
předdefinované ve specifikaci jazyka, v XML dokumentu její význam určí aţ aplikace, která ji 
zpracuje.  
XML se zapisuje jako textový soubor, který sice primárně není určení ke čtení člověkem, 
ovšem v případě potřeby mu to umoţňuje. Značky v XML se stejně jako v HTML zapisují do ostrých 
závorek < a > a mohou mít také definovány atributy. Na rozdíl od HTML je formát XML přísnější 
k chybám v syntaxi a různým jejím variacím. Zatímco aplikace, které interpretují HTML, si při chybě 
v syntaxi dokumentu mohou poradit určitým odhadem, jak autor danou konstrukci pravděpodobně 
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myslel, aplikace pracující s XML nic takového neprovádějí. Je-li zápis dokumentu nekorektní, je 
nekorektní a nelze jej zpracovat [18, 22].  
7.1.6 MySQL 
MySQL je relační databázový systém, vytvořený švédskou firmou MySQL AB. V dnešní době se 
systém pyšní velkou oblíbeností u webových vývojářů, zcela jistě k tomu přispěl jeho výkon, snadná 
implementace a cena. MySQL je distribuován dvojí licencí, zdarma pod licencí GPL a pro komerční 
uţití. 
Jak lze jiţ z názvu vyčíst, základem systému je jazyk SQL (Structured Query Language). 
Ovšem podobně jako u jiných databázových systémů, i v případě MySQL se jedná o dialekt tohoto 
jazyka s několika rozšířeními. Data se v SQL ukládají do objektů zvaných tabulky. Kaţdou tabulku 
tvoří řádky a sloupce. Řádky představují jednotlivé záznamy v tabulce (jeden řádek = jeden záznam), 
sloupce definují pole, ze kterých se kaţdý záznam skládá. Definice pole obsahuje název, datový typ, 
výchozí hodnotu atd. 
Za počátek MySQL lze povaţovat rok 1994, kdy jeho vývoj započali Michael Widenius 
a David Axmark. První verze vyšla v květnu následujícího roku, ovšem pro systémy Windows byl 
vydán aţ v roce 1998. Zatím poslední verzí je MySQL 5.5 [23].  
7.2 Implementace funkcionality 
Program byl implementován v jazyce Java ve vývojovém prostředí NetBeans verze 6.9.1. Vycházel 
jsem z přednastavené šablony desktopové aplikace, přičemţ první krok vývoje spočíval v realizaci 
grafického uţivatelského rozhraní. Poté započal vývoj jádra programu, který se skládal z posloupnosti 
mnoha dílčích kroků a funkcí, jeţ postupně dávaly dohromady poţadovanou funkcionalitu. Kaţdá 
nová funkce programu byla ihned po zavedení testována. 
Jednotlivé elementy finální aplikace a jejich implementaci probereme v podkapitole 7.3. 
7.2.1 Struktura souborů aplikace 
Aplikace má následující adresářovou strukturu: 
 / – Kořenový adresář obsahuje přeloţenou aplikaci (validator.jar), definiční soubor CSS stylů 
pro výstupní zprávy a uţivatelský manuál a soubor s pouţitými skripty v JavaScriptu. 
 Adresář help – uţivatelský manuál 
 Adresář images – obrázky pouţité v aplikaci 
 Adresář lang – definiční XML soubory jazyků aplikace 
 Adresář lib – externí knihovny 
 Adresář reports – výstupní zprávy  
 Adresář rules – definiční XML soubory s validačními pravidly 
 Adresář src – zdrojové kódy aplikace (třídy) v jazyce Java 
 Adresář test – testovací HTML stránky pro účely demonstrace funkce programu 
 Adresáře build, dist a nbproject obsahují interní data prostředí NetBeans. 
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7.2.2 Externí knihovny 
Aplikace vyuţívá sluţby knihovny Jericho HTML Parser19 verze 3.2 pro účely přeformátování 
zdrojového kódu webové stránky tak, aby jednotlivé elementy dokumentu byly hezky odsazeny, a tak 
jiţ na první pohled uţivatel poznal strukturu stránky.  
Pro připojení k MySQL databázi je pouţit ovladač MySQL Connector/J ve verzi 3.1.14. 
7.3 Formalizace pravidel 
Za účelem vyhledávání chyb v přístupnosti ve zdrojovém kódu pomocí regulárních výrazů, je třeba 
jednotlivá pravidla formalizovat. V této podkapitole se podíváme na Česká pravidla přístupnosti, 
uvedeme si, která z nich náš nástroj automaticky zkontroluje, a ta zformalizujeme. 
Neformalizovatelná pravidla budou uvedena v seznamu bodů doporučených k uţivatelské kontrole.  
Neţ se ovšem zaměříme na vlastní formalizaci, je třeba uvědomit si několik věcí. Pravidla 
přístupnosti se ze všeobecného hlediska dají rozdělit na direktivní a restriktivní. Direktivní pravidla 
jsou ta, která tvůrci něco přikazují, vyţadují, aby v kódu stránky něco bylo. Mezi tato pravidla patří 
například povinnost uvedení (správného a výstiţného) titulku stránky. Restriktivní pravidla nám 
naopak určité konstrukce či elementy zakazují. Jmenujme například zákaz kříţení párových elementů 
apod. Z toho plyne fakt, ţe pro kaţdý stanovený regulární výraz musíme také deklarovat, zda chyba 
vznikne v situaci, kdy regulární výraz při vyhledávání na stránce selţe, nebo uspěje. 
Některá pravidla také mohou vést k poměrně sloţitým regulárním výrazům. Z toho důvodu 
zaveďme pro kaţdé pravidlo nepovinné subvýrazy. Pokud bude mít pravidlo definováno vedle 
hlavního regulárního výrazu také subvýraz, provede se nejdříve první regulární výraz na celém kódu 
aplikace a na jeho výsledku se provede subvýraz, který určí, zda došlo k chybě či ne. Za tímto účelem 
je třeba předat subvýrazu správný řetězec z hlavního regulárního výrazu. Tento krok povede nejen ke 
zjednodušení a zpřehlednění regulárních výrazů, ale pomůţe nám i při určení místa v kódu, kam 
vloţit chybové hlášení.  
Představme si hypotetické pravidlo v následujícím znění: „Každý formulář musí obsahovat 
obrázek.“ Hlavním regulárním výrazem takového pravidla nejdříve najdeme všechny formuláře, 
získáme jejich vnitřní kód, a v něm pak zkontrolujeme přítomnost obrázku. Oba regulární výrazy 
budou oproti jednomu celkovému výrazu jednodušší. 
Kromě pravidel, která lze automatizovaně validovat a která naopak musíme nechat zcela na 
uţivatelově kontrole, existují i pravidla, která můţeme kontrolovat pouze do jisté míry. Za příklad si 
vezměme bod č.16 z českých pravidel, který říká následující: „Rozsáhlé obsahové bloky jsou 
rozděleny do menších, výstižně nadepsaných celků.“ Jak ale určíme onu hranici, kdy uţ je blok 
obsahu dostatečně rozsáhlý, aby pro něj toto pravidlo platilo? Stěţí. Musíme jej ponechat na 
posouzení uţivatele, můţeme mu ovšem pomoci. Pokud na stránce nenajdeme ţádný nadpis a ţádný 
odstavec, je pravděpodobně zmíněné pravidlo porušeno. Ovšem nemůţeme to tvrdit s jistotou, z toho 
důvodu program neohlásí chybu, ale pouze uţivatele varuje. 
V následujících podkapitolách provedeme analýzu jednotlivých pravidel a jejich formalizaci do 
podoby regulárních výrazů. Připomeňme fakt, ţe v případě výskytu znaků < a > v regulárním výrazu 
musejí být tyto znaky při zápisu do XML souboru nahrazeny jejich HTML ekvivalenty &lt; 
a &gt;. Formalizované regulární výrazy budou v definičních souborech uloţeny i s modifikátorem 




(?is) na začátku výrazu, který značí, ţe výraz bude hledat řetězce case-insensitive (modifikátor i), 
tedy bez rozdílu mezi malými a velkými znaky, a víceřádkové řetězce (modifikátor s). Program 
interně ţádné modifikátory na vyhledávání regulárními výrazy neaplikuje, tudíţ veškeré nastavení 
modifikátorů je ponecháno výhradně na uţivateli. 
Na závěr tohoto úvodníku k formalizaci pravidel připomeňme i některá specifika syntaxe 
HTML, která ovlivní vzhled regulárních výrazů pro vyhledávání ve webových dokumentech. 
Vyjádřeme syntaxi párového tagu následujícím regulárním výrazem: <([A-Z][A-Z0-
9]*)\b[^>]*>(.*?)</\1>.  
Tag je uvozen znakem <, bezprostředně za ním následuje identifikátor značky, který se sestává 
z písmene a dále libovolného řetězce písmen a číslic. Uvnitř tagu se mohou nacházet volitelné 
atributy a tag je ukončen znakem >. Jedná-li se o nepárový tag v XHTML, vyskytuje se před jeho 
uzavírací závorkou znak /. Jedná-li se o párový tag, následuje po uzavření otevírací značky obsah 
tagu a uzavírací značka.  
Zaměřme se i na syntaxi atributů značky. Příkladem zápisu atributů je například 
class=“main“. Atribut tagu se skládá z názvu, v našem příkladu class, následuje libovolný 
počet bílých znaků, znak „=“ (rovná se), opět libovolný počet bílých znaků a nakonec hodnota 
atributu. Hodnoty lze do  jednoduchých nebo dvojitých uvozovek, přičemţ oba tyto způsoby dovolují 
hodnoty s mezerami, anebo zcela bez uvozovek, kdy je hodnota atributu pouze jednoslovná. Proto 
v případě pravidel přístupnosti vztahujících se k určitému atributu tagu budeme muset v definovaném 
regulárním výrazu zahrnout všechny moţnosti jeho zápisu.  
7.3.1 Česká pravidla přístupnosti 
V této podkapitole se zaměříme na formalizaci pravidel české metodiky přístupnosti. K ryze 
uţivatelské kontrole ponecháme pravidla 2 aţ 10, dále také pravidla 13, 14, 15, 17, 18, 26, 27, a 29. 
Seznam výsledných regulárních výrazů najdeme v příloze C. 
7.3.1.1 Pravidlo č. 1 
Pravidlo č. 1 hovoří o nutnosti textových alternativ pro kaţdý netextový prvek nesoucí 
významové sdělení. Konkrétně se vymezuje na atribut alt u elementů <img>, <area> a <input 
type=“image“>. Najdeme tedy nejdříve hlavním regulárním výrazem všechny zmíněné elementy, 
získáme jejich obsah, který předáme subvýrazu. V něm jiţ jen zkontrolujeme přítomnost atributu 
alt.  
Toto pravidlo také říká, ţe atribut alt naopak musí být u význam nenesoucích obrázků 
prázdný (avšak stále uveden). Validátor provede hledání takových obrázků a na případný výskyt 
prázdného atributu alt uţivatele upozorní varování, jelikoţ určit, zda je obrázek jen dekorace, nebo 
nese významové sdělení, musí uţ sám webdesignér. Pravidlo prázdného altu je v definičním 
souboru definováno jako nové pravidlo a pomocí stanovení společné skupiny sdruţeno s předchozím. 
Hlavní regulární výraz je totoţný, rozdíl je pouze v subvýrazu, který v tomto případě kontroluje 
i situaci pro prázdnou hodnotu bez uvozovek, kdy za řetězcem alt= následují jen samé bílé znaky. 
7.3.1.2 Pravidlo č. 11 
Jedenácté pravidlo české metodiky hovoří o nutnosti upozornit uţivatele na situace, kdy bude 
po kliknutí na odkaz otevřena odkazovaná stránka v novém okně, kdyţ se k této akci uchýlíme. 
Otevření nové stránky lze v HTML provést pomocí nastavení atributu target u tagu a na hodnotu 
 38 
_blank. Kromě toho lze vyuţít i vestavěnou JavaScriptovou funkci window.open(). Ta se 
přitom můţe vyskytnout buď přímo v adrese odkazu (atribut href) nebo v atributu události 
(například onclick). Regulárním výrazem tedy budeme hledat všechny hypertextové odkazy (tag 
a), které obsahují jeden ze zmíněných způsobů vyvolání nového okna. Toto pravidlo validátor zahlásí 
jen jako varování pro uţivatele, aby k odkazu případně přidal příslušné upozornění.   
7.3.1.3 Pravidlo č. 12 
Pravidlo č. 12 zakazuje výrazné změny v barevnosti, jasu, velikosti nebo umístění prvku rychleji neţ 
třikrát za sekundu. Z toho důvodu nesmí být pouţit element blink. Vytvoříme tak jednoduchý 
regulární výraz, který tyto elementy vyhledá a u kaţdého nalezeného detekuje chybu.  
7.3.1.4 Pravidlo č. 16 
O pravidle č. 16 jiţ byla zmínka v úvodu podkapitoly 7.3. Pravidlo vyţaduje, aby rozsáhlé obsahové 
bloky byly děleny do menších celků pomocí odstavců a nadpisů. Dále aby rozsáhlé formuláře byly 
děleny do logických celků pomocí elementů fieldset a legend a jejich dlouhá výběrová pole 
rozdělena elementy optgroup. 
Program tedy toto pravidlo rozdělí do tří podpravidel, která budou sdruţena do téţe skupiny. 
Kaţdé podpravidlo nalezne obsah příslušného rodičovského elementu (body, form a select) 
a v něm se poté subvýrazem pokusí najít poţadované značky. Pokud neuspěje, program zahlásí pouze 
varování z jiţ uvedených důvodů. Jiţ jsme rozebírali, ţe určit obecnou hranici, kdy ještě obsahový 
blok rozsáhlý není a kdy uţ ano, nelze. Přesto zavedeme do regulárních výrazů určité empiricky 
zvolené hodnoty, které eliminují případy, kdy můţeme takřka jistě rozhodnout, ţe daný blok není 
rozsáhlý.  
Jedná se o případy, kdy obsah elementu body nepřesáhne 400 znaků, formulář obsahuje 
nejvýše 5 formulářových elementů typu input, textarea nebo select a výběrová nabídka 
nejvýše 10 moţností.  
7.3.1.5 Pravidlo č. 19 
Pravidlo č. 19 hovoří o povinnosti přítomnosti odkazů na titulní stránku a na stránku o úroveň výše 
v hierarchii webu pro kaţdou stránku mimo titulní. Toto pravidlo opět nelze automatizovaně 
validovat, neboť nelze obecně jednoznačně určit, jakou adresu má titulní stránka a jakou stránka 
v hierarchii o úroveň výše. Program se tedy v základní sadě pravidel omezí pouze na hledání 
hypertextového odkazu, jehoţ URL se rovná některé z následujících variant:  
 / - absolutní odkaz na kořen v hierarchii webové stránky. 
 /index.(php|html|htm) – absolutní odkaz na dokument libovolné přípony 
s názvem index, který pravděpodobně plní roli titulní stránky. 
 .. – odkaz o úroveň výše v adresářové struktuře stránek, který ovšem ale automaticky 
nemusí skutečně znamenat posun o úroveň výše v hierarchii stránek.  
Uţivatel má ovšem moţnost při validaci konkrétních stránek vytvořit speciální pravidlo, které 
v dokumentu vyhledá odkaz na konkrétní titulní stránku. V takovém případě jiţ uţivatel můţe změnit 
pravidlo z varování na chybu, jelikoţ odkaz na titulní stranu je jednoznačně definován.  
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7.3.1.6 Pravidlo č. 20 
Podobný problém jako u předchozího bodu vyvstává i u pravidla č. 20, které v případě rozsáhlejších 
webových stránek vyţaduje přítomnost odkazu na mapu webu či vyhledávání. Aplikace opět nemůţe 
vědět, zda je validovaná stránka součástí rozsáhlého webu a ani jak vypadá odkaz na mapu webu 
nebo její adresa. Proto provede pouze hledání odkazů, které by pravděpodobně mohly vézt na mapu 
webu (jejich anchor text odpovídá heslu Mapa webu nebo Mapa webových stránek). Pokud program 
takový odkaz nenalezne, zobrazí varování. 
7.3.1.7 Pravidlo č. 21 
Pravidlo č. 21 dává kaţdé webové stránce povinnost výstiţného a odpovídajícího titulku stránky, 
který je reprezentován tagem title v hlavičce stránky (tag head). Aplikace tedy nejdříve provede 
extrakci obsahu hlavičky, na němţ se následně provede hledání tagu title. Detekce chyby nastane 
v případě, ţe tag title není v hlavičce vůbec přítomen, je prázdný anebo obsahuje generický 
řetězec, typicky předdefinovaný nějakým editorem, který nepopisuje skutečný obsah stránky. 
Za generické aplikace povaţuje následující titulky 
 Untitled Document XY, 
 No Title, 
 Untitled Page XY, 
 New Page XY a 
 Dokument/Document XY, 
kde XY označuje libovolné přirozené číslo. Uţivatel samozřejmě můţe seznam generických titulků 
v rámci příslušného regulárního výrazu jakkoli upravovat v případě, ţe by uvedený základní výčet 
nepostačoval.  
7.3.1.8 Pravidlo č. 22 
Pravidlo č. 22 s sebou přináší první problémy. Jeho znění je následující: „Každý formulářový prvek 
musí mít popisek vystihující požadovaný obsah.“ Konkrétně se podle české metodiky jedná 
o elementy <textarea>, <input type="text">, <input type="radio">, <input 
type="checkbox"> a <select>. Kaţdý takový prvek musí mít jednoznačně přiřazen popisek 
prostřednictvím značky <label> a vazebních atributů for (u značky <label>) a id (u značky 
formulářového prvku).  
Regulárními výrazy se pokusíme najít ty formulářové elementy, které nemají atribut id vůbec 
definovnán, čímţ se dopouští porušení v přístupnosti. Následně by program měl vyhledat prvky, které 
atribut id naopak obsahují, a poté na základě jeho hodnoty nalézt související popisky. Zde vyvstává 
problém. Popisek (element label) se můţe vyskytovat a většinou se také vyskytuje před vlastním 
formulářovým elementem, a to v libovolné vzdálenosti od něj. Vzhledem k tomu, ţe tzv. lookbehind 
u regulárního výrazu umoţňuje pouze řetězce pevné délky, nelze tímto způsobem popisky hledat. 
V implementaci validace v rámci této práce se omezíme pouze na částečnou validaci tohoto 
pravidla, úplná kontrola spojení popisku a formulářového pole je ponechána na moţné rozšíření 
programu.   
7.3.1.9 Pravidlo č. 23 
K formulářům se vztahuje i pravidlo č. 23. Pokud při jejich vyplňování uţivatel učiní chybu, musí být 
k dispozici informace, ve které poloţce se chyba vyskytla. Toto pravidlo automatizovanou validací 
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nelze zkontrolovat, logika aplikace můţe být skryta například v PHP kódu, ke kterému se validátor 
nedostane. Proto se v implementaci tohoto bodu omezíme pouze na detekci formulářů. Pokud na 
stránce nalezneme nějaký formulář, upozorníme uţivatele na jeho přítomnost a vyzveme jej 
k manuální kontrole tohoto bodu.  
7.3.1.10 Pravidlo č. 24 
Pravidlo č. 24 se týká textů hypertextových odkazů. Text odkazu musí být dostatečně výstiţný, aby 
uţivatel poznal, co od něj můţe očekávat. Přičemţ nelze-li vyjádřit tuto informaci v textu odkazu, je 
značka a doplněna atributem title s adekvátním obsahem.  
V rámci validace tohoto pravidla se zaměříme na odkazy obsahující typické chybné texty, jako 
například klikněte zde. Pokud takový odkaz neobsahuje atribut title, program detekuje chybu. 
Vypíše ji ovšem pouze jako varování, jelikoţ pravidlo povoluje přítomnost dodatečné informace o cíli 
v přímém kontextu odkazu.  
Totéţ platí i pro odkaz, který vede na jiný obsah, neţ je webová stránka, například na soubor 
PDF. K takovému odkazu musí navíc být doplněna informace o typu odkazovaného souboru a jeho 
velikosti. Za ne webové formáty jsou povaţovány všechny soubory s příponou jinou neţ HTM, 
HTML, XHTM, XHTML, ASP, PHP, PHP3, PHP4, PHP5.  
7.3.1.11 Pravidlo č. 25 
Pravidlo č. 25 se věnuje rámům, které se dnes na webových stránkách jiţ příliš nepouţívají. Kaţdý 
rám (tag frame) musí být správně pojmenován pomocí atributu name. Při validaci tohoto pravidla 
tedy nejdříve vyhledáme všechny značky rámů, jejich vnitřní obsah předáme subvýrazu, který v nich 
vyhledá příslušnou vlastnost.  
7.3.1.12 Pravidlo č. 27 
Pravidlo č. 27 říká, ţe kaţdý párový tag musí mít vţdy uvedenu počáteční a koncovou značku, 
značky musí být správně zanořeny a nesmí docházet k jejich kříţení. Pravidlo zní jasně, ovšem při 
komplexnosti a rozmanitosti konstrukcí jazyka HTML vyvstává v situaci, kdy máme k dispozici 
pouze regulární výrazy, neřešitelný problém. Představme si následující úsek zdrojového kódu 
<div>1<div>2</div>1</div>...<div>3</div>. Ať pouţijeme tzv. greedy nebo tzv. 
nongreedy regulární výraz, nedobereme se správnému páru koncového a počátečního elementu. 
Výraz <div>.*</div> najde řetězec v celé jeho délce, výraz <div>.*?</div> pak pouze část 
<div>1<div>2</div>. Vidíme, ţe v ani jednom případě není nalezená koncová značka v páru 
s nalezenou počáteční značkou. 
A v okamţiku, kdy nejsme schopni správně určit počátek a konec párového tagu, nemůţeme 
detekovat ani kříţení tagů. Z toho důvodu je tento bod metodiky ponechán pouze k manuální 
kontrole. 
7.3.1.13 Pravidlo č. 28 
Pravidlo č. 28 vyţaduje definici jazyka pouţitého v dokumentu, a to v podobě atributů lang nebo 
xml:lang v rámci značky html. Regulárním výrazem provedeme vyhledání příslušných atributů, 
nenajdeme-li, evidujeme chybu. 
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7.3.1.14 Pravidlo č. 30 
Toto pravidlo hovoří o nutnosti přítomnosti záhlaví (značka th) v kaţdé tabulce pouţité pro 
zobrazování tabulkových dat. Vyhledáme tedy všechny tabulky a zkontrolujeme, zda záhlaví 
obsahují. Pokud ne, vypíšeme varování a rozhodnutí, zda je tabulka pouţita pro tabulková data, 
necháme na uţivateli. 
7.3.1.15 Pravidlo č. 31 
Pravidlo č. 31 se taktéţ týká tabulek. Kaţdá tabulka musí podle tohoto pravidla dávat smysl čtená 
zleva doprava. Toto pravidlo ponecháme manuální kontrole uţivateli, pouze jej upozorníme 
varováním v případě výskytu tabulky. 
7.3.1.16 Pravidlo č. 32 
Poslední pravidlo z Českých pravidel přístupnosti, které náš program zkontroluje, se týká prohlášení 
o přístupnosti. To anebo odkaz na něj musí obsahovat kaţdá webová stránka. Regulárním výrazem 
tedy budeme hledat takové hypertextové odkazy, jejichţ anchor text odpovídá řetězci Prohlášení 
o přístupnosti. Pokud je prohlášení přímo součástí stránky, pravděpodobně bude uvozeno příslušným 
nadpisem. Proto se kromě odkazů pokusíme najít i adekvátní nadpis. Nenajdeme-li ani jeden ze 
zmíněných elementů, aplikace detekuje chybu. 
7.4 Popis součástí finální aplikace 
7.4.1 GUI 
Grafické uţivatelské rozhraní implementované aplikace můţeme vidět v příloze E. 
Pro zvýšení uţivatelské přívětivosti aplikace se v dolní části formuláře nacházejí tlačítka pro 
uloţení aktuálního stavu formuláře a pro jeho reset. Uloţení formuláře má za následek automatické 
předepsání formuláře uloţenými hodnotami při kaţdém spuštění programu. Uloţené hodnoty lze 
samozřejmě kdykoli přepsat a znovu uloţit. Tlačítko reset způsobí zahození změn ve formuláři 
a načte do kaţdého elementu uloţené či výchozí hodnoty.  
V hlavním menu programu najdeme celkem tři poloţky: Soubor, nastavení a nápověda. Menu 
Soubor umoţňuje spustit validaci nebo ukončit program. Skrz menu nastavení lze vyvolat okno 
s moţnosti nastavení programu a okno statistiky validací. V poslední zmíněné nabídce najdeme 
vyvolání nápovědy a informací o aplikaci. 
7.4.2 Vícejazyčnost 
Jedním z poţadavků na aplikaci byla podpora vícejazyčnosti. Z toho důvodu se všechny textové 
řetězce, které jsou součástí prostředí programu, ať uţ přímo rozhraní aplikace či výstupní zprávy, 
definovány v externích XML souborech. Definiční soubory jazyka se nacházejí ve sloţce /lang 
a program je při zobrazení nastavení načítá automaticky.  
Struktura jazykového souboru se sestává z kořenového elementu lang, jenţ obsahuje 
elementy id a name. První z nich definuje id jazyka v rámci aplikace, druhý pak název, který je 
zobrazen v předvolbách programu. Element texts zahrnuje veškeré texty v programu. Konkrétní 
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řetězec reprezentuje element text se dvěma atributy. Atribut id představuje identifikátor textového 
řetězce v rámci aplikace a atribut value obsahuje text zobrazený v aplikaci. Pro definici nového 
jazyka aplikace tedy stačí u všech elementů text adekvátně modifikovat atribut value, naproti 
tomu atributy id musejí zůstat nezměněny, aby program přeloţené řetězce přiřadil na správná místa 
aplikace.  
Při startu programu dochází k načtení řetězců ze souboru nastaveného jazyka, o coţ se stará 
třída ValidatorTexts. Třída má jediný atribut, mapu řetězců, v níţ je ke kaţdému id přiřazen 
příslušný text. Vzniklá instance této třídy je předávána všem ostatním třídám, které nějakým 
způsobem pracují s programovými řetězci. Na místě, kam chceme vloţit lokalizovaný text, program 
zavolá metodu g s jediným parametrem, kterým je id poţadovaného textu. Metoda na základě tohoto 
parametru vyhledá a vrátí namapovanou hodnotu.  
Změnu jazyka aplikace lze provést v menu Nastavení – Předvolby. Pro změnu jazyka je třeba 
restartovat program.  
7.4.3 Validační pravidla 
Pravidla pro validaci přístupnosti webových stránek jsou stěţejním bodem aplikace. Během návrhu 
bylo rozhodnuto, ţe pravidla budou definována jako regulární výrazy v XML souborech. Tento 
způsob dává uţivateli prakticky plnou moc nad procesem validace. Můţe definovat libovolná 
pravidla, upravovat jejich chybová hlášení, určit, zda pravidlo bude hlášeno jako chyba či jen jako 
varování atp. K tomu všemu uţivateli postačuje vytvořit definiční XML soubor s pravidly ve sloţce 
/rules.  
Definice XML schématu souboru pravidel je součástí Přílohy C. Kořenem schématu je element 
method, který má čtyři synovské elementy: name, groups, rules a userchecks . Element 
name definuje jméno pravidel zobrazené ve výběrové nabídce v aplikaci. Element groups zahrnuje 
skupiny pravidel, které slouţí k seskupování definovaných regulárních výrazů. Představme si situaci, 
kdy jedno pravidlo přístupnosti ve skutečnosti představuje několik různých podpravidel. Neţ 
sestavovat komplexní regulární výraz pro takové pravidlo, raději definujeme několik separovaných 
výrazů, které ovšem přiřadíme do téţe skupiny. Program při validaci (viz podkapitola 7.4.5) taková 
pravidla sdruţí do téţe skupiny, coţ se projeví ve výstupní zprávě programu a kromě jiţ zmíněné 
menší sloţitosti pravidel toto opatření vede také ke zvýšení přehlednosti a čitelnosti výstupní zprávy 
aplikace. 
Element group obsahuje dva syny: id představuje identifikátor skupiny, který musí být 
v rámci souboru pravidel unikátní, do elementu desc je zapsán textový popis skupiny pravidel. 
Vlastní pravidla v podobě regulárních výrazů jsou definována v elementu rules, jenţ 
obsahuje libovolný počet elementů rule, představující jednotlivá pravidla. Kaţdé pravidlo má svůj 
unikátní identifikátor (v rámci aplikace, element id). Element groupId značí příslušnost pravidla 
ke skupině, jeho hodnotou je id skupiny. Zda bude pravidlo hlášeno jako chyba nebo jako varování, 
rozhoduje element error, jehoţ hodnotou je buď číslo 1 (chyba) nebo 0 (varování). Element 
required určuje, zda daný regulární výraz musí (nastavena hodnota jedna) nebo nesmí (hodnota 
nula) být ve zdrojovém kódu nalezen. Tato volba nám dovoluje určitou modifikaci znění pravidel do 
vhodnějšího tvaru pro regulární výraz.  
Představme si například následující pravidlo: „Odstavec nesmí obsahovat obrázek.“ Místo 
toho, abychom hledali regulární výraz pro takovou formulaci pravidla, můţeme díky tomuto 
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nastavení hledat odstavce, které obrázek obsahují. Pokud atribut required nastavíme na hodnotu 
nula, program kaţdý výskyt takového odstavce omarkuje chybou.  
Element errorMsg představuje textový řetězec, který popisuje chybu daného pravidla. 
Elementy regexp a subregexp pak zahrnují vlastní regulární výraz a subvýraz. 
Po definici pravidel následuje výčet bodů, které jsou ponechány k manuální kontrole uţivatele, 
tedy těch, které automatizovanou validací nelze validovat. Jedná se o element userchecks, který je 
kolekcí elementů usercheck. Kaţdý takový element obsahuje popis příslušného kontrolního bodu 
(element msg) a odkaz na podrobnější informace o pravidlu (element link). 
7.4.4 Volby nastavení 
Z menu Nastavení – Předvolby lze vyvolat okno s předvolbami aplikace. Na záloţce Nastavení 
programu program nabízí volbu jazyka a zaškrtávací tlačítko Zobrazit výstupní zprávu po validaci.  
Na záloţce Databáze můţeme nastavit připojení k databázi pro archivaci dat. Program pro 
archivaci pouţívá předdefinované interní připojení, uţivateli ovšem program poskytuje volbu 
připojení vlastního. Po zadání údajů do formuláře je moţné připojení otestovat kliknutím na příslušné 
tlačítko. Klepnutí na tlačítko Vytvořit schéma provede vytvoření tabulek v definované databázi. 
Tabulkám lze nastavit prefix, aby případně nekolidovaly s jinými tabulkami v databázi. Připomeňme, 
ţe základní názvy vytvářených tabulek jsou validation a page.  
Definuje-li uţivatel své vlastní připojení, data budou zasílána pouze jemu. Pro globální 
statistické účely program nabízí také volbu zaslat data i do centrální programové databáze.  
7.4.5 Proces validace 
Vlastní proces validace startuje v okamţiku, kdy uţivatel odešle hlavní formulář se vstupními údaji. 
Program nejdříve provede kontrolu dostupnosti vloţeného dokumentu k validaci. V případě detekce 
chyby program ohlásí chybu a přeruší proces validace. Je-li vše v pořádku, dochází k vytvoření 
instance třídy ValidatorProcess, která následně přebírá řízení nad validací. V rámci 
konstruktoru jsou nastaveny příslušné atributy dle vstupních dat od uţivatele a následně dochází ke 
čtení definičního souboru s pravidly třídou ValidatorRuleSet. Definovaná pravidla, skupiny 
pravidel a body manuální kontroly jsou roztříděny do příslušných kolekcí.  
Po načtení pravidel program se program větví dle typu validace. Vlastní proces kontroly chyb 
v kódu je pro všechny typy stejný, validace lokálního souboru a přiloţeného zdrojového kódu jen na 
rozdíl od validace URL vţdy kontrolují pouze jedinou stránku. V textu této práce si rozebereme 
pouze validaci URL, abychom postihli i specifické aspekty tohoto typu validace přístupnosti 
webových stránek. 
Validace URL jako jediná podporuje tzv. hloubkovou validaci, tedy proces, kdy jsou ze vstupní 
stránky extrahovány odkazy v rámci dané domény a posléze také zařazeny do procesu validace. 
Hloubka validace je definována maximálním zanořením. Zadá-li uţivatel do příslušného pole 
vstupního formuláře hodnotu 1, budou kromě vstupní stránky validovány i dokumenty, na něţ je z ní 
odkázáno. Zadá-li hodnotu 2, nastane navíc i validace stránek, na něţ vedou odkazy ze stránek, na 
něţ je odkázáno ze vstupní stránky. A tak analogicky pro vyšší úrovně. Kromě úrovně zanoření je 
druhým limitujícím faktorem maximální počet validovaných stránek, jehoţ význam je zřejmý. 
Při validaci URL dochází nejprve k inicializaci pole odkazů k validaci uţivatelem zadanou 
adresou. Program následně v cyklu prochází toto pole a validuje v něm obsaţené stránky, přičemţ 
 44 
pole dále rozšiřuje o nalezené odkazy. Jakmile pole jiţ ţádný další odkaz neobsahuje, nebo je 
dosaţeno maxima, validace končí a přechází se ke generaci výstupní zprávy. 
7.4.5.1 Získání a předformátování zdrojového kódu 
Pro kaţdou adresu v poli se nejprve získá její zdrojový kód. Hlavním problémem v této fázi je 
kódování odkazovaného dokumentu. Cílem aplikace samozřejmě je získat kód ve správném kódování 
z důvodu korektního zobrazení diakritiky. Program vyšle HTTP poţadavek na příslušnou adresu 
a vyhledá v hlavičkách odpovědi kódování. Nenalezne-li příslušnou hlavičku Content-Type, 
nahlédne program přímo do zdrojového HTML kódu, kde můţe být kódování uvedeno v podobě 
značky meta. Pokud ani ta není uvedena, přečte aplikace zdrojový kód v kódování utf-8, 
v opačném případě pouţije nastavené kódování.  
Po získání zdrojového kódu dokumentu dochází k vytvoření instance třídy 
ValidatorAutomat, která má na starosti samotnou validaci kódu.  Automat nejprve iniciuje pole 
pro záznam chyb, varování, nedostupných odkazů, potenciálních odkazů pro další validaci a další 
interní struktury. V dalším kroku provádí úpravu kódu, která se sestává ze dvou částí. První z nich je 
nahrazení speciálních HTML znaků za jejich alternativy. Jak jsem jiţ zmínil v podkapitole 6.4, jedná 
se zejména o znaky < a > v atributech elementů, které by jinak ovlivňovaly výsledky hledání 
regulárními výrazy. Dále se jedná také o znaky = (rovná se), ‚‘ (jednoduché uvozovky) a “ (dvojité 
uvozovky), jeţ jsou v atributech také neţádoucí.  
Nahrazování těchto znaků probíhá v rámci konečného automatu, který prochází celý kód znak 
po znaku a svými stavy detekuje, zda se nachází v atributu či nikoliv. Pokud ano, pak vyhledává 
příslušné znaky a zaměňuje je za jejich alternativy.   
Druhou fází předpřípravy kódu je odstranění HTML komentářů. Cokoli v nich obsaţené musí 
program ignorovat, a jelikoţ se v nich mohou nacházet libovolné úseky HTML kódu, který by mohl 
upoutat pozornost validačního regulárního výrazu, je ţádoucí tyto komentáře z kódu zcela eliminovat. 
Na rozdíl od nahrazování speciálních znaků nemusíme konstruovat ţádný konečný automat, ale 
můţeme rovnou vyuţít jednoduchého regulárního výrazu.  
Pouhé odstranění komentářů by ovšem způsobilo problémy při značení řádku výskytu chyby. 
Jedná-li se o víceřádkový komentář, všechna detekovaná porušení přístupnosti budou po jeho 
odstranění zaznamenána na jiném řádku kódu, neţ se ve skutečnosti vyskytují. Vzhledem k tomu, ţe 
chceme uţivateli poskytnout přesnou pozici řádku detekované chyby, vytvoříme pro všechny 
komentáře kolekci jejich výskytů. Kaţdý prvek kolekce obsahuje délku komentáře a počet 
odřádkování, které komentář obsahuje. Díky této kolekci budeme moci kaţdý výskyt chyby v kódu 
bez komentářů přepočítat na pozici chyby v kódu s komentáři, a tím tak získat správný řádek výskytu 
chyby.  
7.4.5.2 Hypertextové odkazy 
Kód je po těchto operacích připraven pro validaci. Program nejprve provede extrakci 
hypertextových odkazů na jiné HTML dokumenty za účelem výběru potenciálních stránek pro další 
validaci. Pomocí regulárního výrazu nejprve vybere všechny hodnoty atributů href u elementu a. 
Získané odkazy následně vyfiltruje podle pouţitého protokolu (pouze http nebo https) a také 
podle toho, zda se jedná o webovou stránku. Směřuje-li odkaz například na obrázek nebo jiný 
newebový dokument, nebude tento odkaz mezi stránky k další validaci zařazen. Získaný odkaz se 
následně transformuje do plné podoby ve tvaru http(s)://doména/url z toho důvodu, aby 
všechny odkazy v aplikaci ve stejné podobě. Následně je provedena, zda je odkaz dostupný. Je-li 
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aktivována kontrola nedostupných odkazů a odkaz není dostupný, je uveden spolu se svou pozicí 
v kódu do kolekce špatných odkazů. Pokud odkaz je dostupný a současně se nachází ve stejné 
(sub)doméně jako validovaná stránka, je zařazen do kolekce potenciálních odkazů k další validaci.  
7.4.5.3 Validace kódu 
Po zmíněných procedurách jiţ konečně můţe začít vlastní validace zdrojového kódu, která 
probíhá v iteracích pro kaţdé definované pravidlo. Validace pravidla se větví na dvě části podle toho, 
zda pro dané pravidlo je či není definován i subvýraz. Pokud ano, dochází nejprve k vyhledání 
hlavního regulárního výrazu nad celým zdrojovým kódem. Poznamenejme jen, ţe chyba je v případě 
pravidla se subvýrazem detekována aţ na úrovni subvýrazu. Nalezení či nenalezení hlavního 
(rodičovského) výrazu samo o sobě detekci chyby nezpůsobí, rozhodující roli hraje aţ výsledek 
vyhledávání subvýrazem.  
Není-li hlavní výraz nalezen, kontrola pravidla končí. V opačném případě provádíme 
vyhledávání subvýrazu na všech úsecích kódu extrahovaných hlavním výrazem. Je tedy důleţité, aby 
regulární výraz obsahoval sekvenci pro zachycení kódu – znaky ( a ). Automat na základě hranic 
zaznamenaného kódu adekvátně omezí pozici pro vyhledávání subvýrazem. Za chybu je v tomto 
případě povaţován jakýkoli nález regulárního subvýrazu v případě, ţe subvýraz nesmí být v kódu 
nalezen (required nastaveno na hodnotu 0), anebo nenalezení subvýrazu, je-li subvýraz vyţadován 
(required nastaveno na hodnotu 1). 
Kaţdá detekce chyby respektive varování způsobí vloţení záznamu do kolekcí chyb nebo 
varování. Prvky obou kolekcí představují instance třídy ValidatorError, která reprezentuje 
chybu v přístupnosti. V atributech třídy jsou uloţeny všechny nezbytné informace k chybě: Id 
pravidla ze souboru pravidel, id skupiny pravidel pro sdruţení chyb ve výstupní zprávě a pozice 
a řádek nalezení chyby v originálním kódu, které je vţdy nutné kvůli eventuálním komentářům 
správně přepočítat, k čemuţ vyuţijeme jiţ dříve definovanou kolekci komentářů zmíněnou výše.  
Validace bez subvýrazu probíhá prakticky totoţně jako se subvýrazem, jediný rozdíl tkví 
v absenci prvního kroku, tedy hledání hlavním výrazem a předání nalezeného řetězce subvýrazu. 
Pravidlo pouze s hlavním regulárním výrazem tím pádem vyhledává a detekuje chyby přímo na 
kompletním zdrojovém kódu. 
7.4.5.4 Zanesení chyb a varování 
Jakmile dokončíme validaci kódu, seřadíme vzestupně pole nalezených chyb a varování dle 
výskytů v kódu. Na kaţdou pozici poté vloţíme speciální značku, díky níţ budeme moci  při generaci 
výstupní zprávy do zdrojového kódu vkládat informační značky o chybách a varování. Vloţení těchto 
značek má své opodstatnění z prostého důvodu. Zdrojový kód stránky bude pro účely výstupní zprávy 
přeformátován, speciální HTML znaky budou nahrazeny jejich textovými alternativami a jednotlivé 
řádky kódu budou adekvátně odsazeny nedělitelnými mezerami. Tyto operace zdrojový kód pozmění 
natolik, ţe nalezené pozice chyb jiţ nebudou odpovídat skutečnosti. Vloţené speciální značky ovšem 
zajistí, ţe i přes značnou proměnu kódu budeme schopni nadále nalézt správnou pozici výskytu chyby 
a vloţit na ni informační ikonu. 
Výsledek validace stránky uloţíme do vytvořené instance třídy ValidatorResult. Atributy 
této třídy obsahují všechny podstatné informace pro generaci výstupní zprávy. Jedná se zejména 
o kolekce nalezených chyb a varování, seznam nepřístupných odkazů a seznam potenciálních odkazů 
pro další validaci.  
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7.4.5.5 Výběr dalších dokumentů k validaci 
Validace stránky je dokončena. Na závěr jiţ jen projdeme seznam potenciálních odkazů 
k validaci extrahovaných z validované stránky a s ohledem na parametry maximálního zanoření 
a počtu stránek přidáme příslušné stránky do seznamu odkazů k validaci. Aplikace přitom kontroluje 
nalezené odkazy tak, aby nedocházelo k vícenásobné validaci téţe stránky. Tento mechanismus není 
tak triviální, jak se můţe na první pohled zdát. Mějme na paměti, ţe odkaz na tutéţ stránku ve 
struktuře webové aplikace můţe mít vícero podob. Vezměme jako příklad hypotetickou adresu 
http://www.example.com/dir/document.html. Odkaz na tuto stránku můţe být uveden 
v kompletní podobě, v podobě absolutní cesty v rámci domény, tedy /dir/dokument.html, 
anebo v podobě relativní cesty, například dokument.html, dir/dokument.html nebo 
../dokument.html. Všechny tyto způsoby přitom program musí povaţovat za tutéţ stránku.  
7.4.5.6 Archivace výsledků 
Jakmile je proces validace dokončen, přechází aplikace ke generaci výstupní zprávy, jejíţ 
implementace je rozebrána v kapitole 7.4.6., a k uloţení informací s výsledky validace do databáze. 
Na základě nastavení připojení k databázi se program připojí a vloţí příslušné údaje. Nejdříve jsou 
uloţena souhrnná data o validaci, a poté data pro jednotlivé validované stránky.  
7.4.6 Výstupní zpráva 
Po validaci máme k dispozici kolekci struktur výsledků validací jednotlivých stránek, kterou předáme 
vytvořené instanci třídy ValidatorReport. Ta na jejich základě vygeneruje příslušné stránky 
s detaily výsledků validace a také titulní stránku se souhrnem celého procesu. 
Třída nejprve vytvoří v adresáři /reports příslušnou sloţku zprávy, jejíţ název je sloţen 
z řetězce report a data validace tak, aby byly výsledky řazeny od nestarších po nejnovější. Následně 
program pro kaţdý předaný výsledek validace vytvoří výstupní HTML stránku, která se skládá 
postupně z oznámení, zda stránka prošla či neprošla automatizovanou validací, dále následuje seznam 
chyb, varování a bodů manuální kontroly, seznam nedostupných odkazů, byla-li aktivována jejich 
kontrola, a nakonec zpráva uvádí zdrojový kód validovaného dokumentu. Kód je přeformátován 
pomocí externího HTML parseru Jericho, zejména za účelem pěkného odsazení jednotlivých 
elementů dle jejich zanoření ve struktuře HTML dokumentu.  
Před vloţením upraveného kódu do výstupní stránky do něj jsou ještě zaneseny informační 
ikony o chybách a varováních. Program sloučí pole chyb a varování a seřadí jej vzestupně dle pozice 
výskytu ve stránce. Poté postupně pro kaţdou chybu do zdrojového kódu na speciální zaznačená 
místa vloţí příslušnou informační ikonu.  
Jakmile jsou vygenerovány všechny detailní stránky zprávy, aplikace sestaví titulní stránky, 
tzv. index. Titulní strana zprávy obsahuje seznam všech validovaných stránek spolu s informací 
o počtu nalezených chyb a varování na jednotlivých stránkách. Z tohoto seznamu vedou odkazy jiţ 
vygenerované detaily. Dále na indexu najdeme přehled vstupních parametrů validace a souhrn celého 
validačního procesu. 
V případě, ţe je v nastavení programu aktivní volba Zobrazit zprávu po validaci, program 
provede spuštění titulní stránky validace ve výchozím systémovém programu.  
Zaměřme se i na vzhled výstupní zprávy, který podle mého názoru hraje velmi důleţitou roli. 
V kapitole 5 jsme analyzovali existující validační nástroje, a ačkoli všechny validaci přístupnosti 
prováděly spolehlivě, občas jsme se setkali s nepřehlednou či špatně čitelnou výstupní zprávou. A to 
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zejména z důvodu velkého mnoţství ne příliš formátovaného textu. Z toho důvodů jsem designu 
výstupní zprávy věnoval zvýšenou pozornost, aby zpráva výsledky jen nevypisovala, ale dokázala je 
podat přehlednou formou. Jednotlivé bloky dokumentů výstupní zprávy jsou přehledně odděleny 
a nadepsány a informace jsou strukturovány do tabulek. Svou roli hrají i barvy. Zelená barva značí 
úspěch, červená naopak signalizuje chybu a ţlutá varování. Barvy tak kopírují naše naučené asociace, 
díky čemuţ si jiţ při prvním pohledu na stránku výstupní zprávy validace dokáţeme udělat přehled 
o tom, do jaké míry je stránka chybová.  
Pro zvýšení pohodlnosti jsou některé elementy výstupní zprávy rozšířeny o funkce skrývání 
a zobrazování implementované pomocí JavaScriptu. Jednotlivé bloky dokumentu výstupní zprávy 
mohou být a často také jsou poměrné rozsáhlé. A aby uţivatel nemusel neustále přejíţdět z jednoho 
konce stránky na druhý, můţe pomocí kliknutí na nadpisy jednotlivých bloků bloky skrýt a opětovně 
také zobrazit. U seznamů chyb a varování lze pak skrývat chyby u jednotlivých skupin. 
Screenshoty výstupní zprávy programu jsou součástí přílohy C. 
7.4.7 Statistiky validací 
V nabídce Nastavení – Zobrazit statistiku validací lze vyvolat okno se statistikou validací. Program se 
připojí k nadefinovanému databázovému připojení a získá a zobrazí základní statistická data o počtu 
validací, celkovém počtu validovaných stránek, chyb a varování.  
Aplikace implementuje i základní filtr statistiky. Uţivatel tak můţe statistiky filtrovat dle 
časového rozmezí a dle typu validace. Aplikace po změně filtru znovu načte a zobrazí relevantní data. 
7.5 Testování 
Testování probíhalo během celé implementace aplikace. Jednotlivé funkce byly testovány během 
nasazení, při dokončení funkčního bloku byl tento blok jako celek opět testován. Správnost 
implementace některých významných úseků kódu byla podrobena důkladným testům, jeţ tvořily 
i nejrůznější hraniční případy, které teoreticky představovaly vyšší náchylnost k chybám.  
Kromě standardních funkcí aplikace, jako například správná funkce uţivatelského rozhraní, 
ukládání nastavení, parsování definičních XML souborů apod. se hlavním předmětem testu stal 
vlastní proces validace a správná funkce jednotlivých validačních pravidel. Pro simulaci chyb 
v přístupnosti jsem nejdříve pouţíval vlastní vytvořené HTML dokumenty, v nichţ byly uměle 
zaneseny chyby v přístupnosti. Poté byla aplikace testována i na „ostrých“ stránkách, například na 
stránkách Fakulty informačních technologií VUT v Brně.  
Jako měřítko správnosti validace slouţily výstupní zprávy z jiných validačních nástrojů, 
s nimiţ jsem výsledky svého nástroje porovnával. Díky tomu jsem mohl odhalit eventuální 
nedostatky či chyby v definovaných regulárních výrazech a obratem je opravit.  
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8 Zhodnocení aplikace 
8.1 Srovnání s ostatními nástroji 
V této kapitole srovnáme nově vniklý nástroj s ostatními existujícími aplikacemi. Vzhledem k tomu, 
ţe se při specifikaci poţadavků vycházelo z existujících nástrojů analyzovaných v kapitole 4, mnohé 
aspekty a funkce implementovaného validátoru se v existujících aplikacích zrcadlí.  
Hlavní rozdíl od ostatních validátorů spočívá v moţnosti kompletně definovat sadu 
validovaných pravidel pomocí definičního XML souboru. Pravidla lze popsat regulárním výrazem 
a v případě potřeby také regulárním subvýrazem. Aplikace sice poskytuje předdefinované sady 
pravidel, uţivateli ale nijak nebrání jiţ nastavená pravidla jakkoli zmodifikovat. Díky této funkci má 
uţivatel prakticky vše ve vlastních rukou. Mnohé existující, zejména online, nástroje nedovolují 
uţivateli sadu pravidel ani modifikovat. Cynthia Says validuje dle WCAG 1.0, WAVE dokonce dle 
své interní sady pravidel. Pokud by uţivatel potřeboval validovat některé specifické aspekty, které 
nejsou v existujících metodikách obsaţeny, nedostalo by se mu od současných nástrojů přílišné 
podpory. Z analyzovaných nástrojů poskytuje pouze TAW určitou moţnost přizpůsobení pravidel, 
a to v podobě jednoduchého rozhraní pro definici uţivatelských bodů pravidel mimo jiné také pomocí 
regulárních výrazů. 
Podobně jako nástroje Cynthia Says či Total Validator generuje program výstupní zprávu ve 
formátu HTML. Díky vhodnému zakomponování CSS stylů do vzhledu zprávy a uvedení jen 
relevantních a podstatných informací je výstupní zpráva vyvinuté aplikace v porovnání s uvedenými 
nástroji mnohem přehlednější a uţivatelsky přívětivější.  
Zatímco nástroj Cynthia Says produkuje zdlouhavou textovou zprávu s minimálním 
formátováním a navíc nutí uţivatele probírat se mnoţstvím textu, který u dané validované stránky 
nemá ţádný význam, zpráva našeho validátoru se kromě vlastního předání informací zaměřuje i na 
způsob, jakým jsou data prezentována. To vše za účelem co nejefektivnějšího zpracování na straně 
uţivatele.  
Výstupní zpráva programu Total Validator obsahuje pouze zdrojový kód validované stránky, 
do nějţ jsou zaneseny informace o porušeních přístupnosti a dalších chybách. Formát zprávy i její 
obsah jiţ nejsou pro uţivatele tak „nepřístupné“ jako u Cynthia Says, jak se ovšem můţeme 
přesvědčit na obrázcích 8.1 a 8.2, které srovnávají výstupní zprávy z aplikace Total Validator 
a z našeho validátoru, prezentace výsledků ani u tohoto nástroje nedosahuje úrovně naší aplikace. 
Další nadstandardní funkcí ve srovnání s ostatními nástroji je archivace výsledků validací do 
uţivatelské databáze. Uţivatel jednoduše v nastavení programu definuje připojení k databázi, kam se 
mu následně s kaţdou validací uloţí informace o výsledku validace. Na základě těchto informací 
program generuje základní statistiku zaloţenou na časovém intervalu validací a jejich typu. Nic 
ovšem uţivateli nebrání generovat z uloţených dat pokročilé statistiky, coţ je mimo jiné i jedno se 







Obrázek 8.1: Výstupní zpráva programu Total Validator 
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8.2 Rozšíření 
Představme si některá moţná rozšíření aplikace pro validaci přístupnosti webových stránek. 
8.2.1 Komplexní statistika a její vizualizace 
Jedním z moţných rozšíření práce je generace komplexní statistiky validací. Implementace programu 
v rámci této diplomové práce poskytuje pouze základní statistiku omezenou na textové údaje o počtu 
validací, validovaných stránek, chyb a varování. Pomocí filtru lze tyto údaje omezit na určitý časový 
interval a určitý typ validace. Samotný filtr by eventuálně mohl být rozšířen o další poloţky. Zejména 
o moţnost filtrovat dle URL adresy a tím získat posloupnost validací dané stránky. Na základě těchto 
informací by aplikace uţivateli vygenerovala graf s trendem ve vývoji přístupnosti dané webové 
stránky. 
Aplikace by na základě vyfiltrovaných informací grafy exportovala jako samostatné obrázky, 
popřípadě jako obrázky zakomponované v HTML dokumentech. Program by tak na poţádání 
vygeneroval komplexní statistický dokument doplněný o přehledná tabulková data a jejich 
vizualizace v podobě grafů.  
Uţití grafů připadá v úvahu i v rámci samotné výstupní zprávy. Kaţdá validovaná stránka by 
kromě textového výčtu chyb a varování obsahovala dodatečný graf, který by tyto výsledky 
vizualizoval například do kruhových grafů. Uţivatel by tak měl okamţitý přehled o tom, který 
problém s přístupností je na stránce nejmarkantnější apod.  




Obrázek 8.3: Příklad moţné vizualizace archivovaných dat 
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8.2.2 Grafická výstupní zpráva 
Implementovaná aplikace generuje výstupní zprávu v čistě textovém formátu. Zpráva je vhodně 
doplněna o jednoduché formátování v podobě podbarvení určitých elementů a vizuálního oddělení 
různých jejích částí. V úvahu připadá rozšíření programu o generaci grafické výstupní zprávy, tedy 
zprávy, jakou produkuje například validační nástroj WAVE, jehoţ analýza se nachází v podkapitole 
5.1.2. 
Program by na základě výsledků validace vloţil na příslušná místa stránky informační ikony a 
stránku zobrazil tak, jak je zobrazena ve webovém prohlíţeči. Informační ikony by indikovaly 
porušení pravidel přístupnosti. Tento typ zprávy by byl generován na poţadavek uţivatele ke kaţdé 
validované stránce a uţivatel by mohl  
8.2.3 Podpora specifických pravidel 
Při formalizaci pravidel přístupnosti v rámci podkapitoly 7.3.1 jsme narazili na několik problémů, 
které se při pouhém pouţití regulárních výrazů v jejich aktuální implementaci v Javě ukázaly být 
neřešitelné, například správné vyhledávání párových značek v situaci, kdy jsou značky do sebe 
zanořeny.  
Další moţné rozšíření programu proto tkví v implementaci takových mechanismů a funkcí, 
které by umoţnily kontrolovat i tyto specifická pravidla. V případě vyhledání neuzavřených HTML 
značek, popřípadě jejich kříţení, by program procházel kód stránky tag po tagu a současně si 
udrţoval uspořádaný seznam jiţ načtených neuzavřených značek. V okamţiku, kdy by při průchodu 
narazil na uzavírací značku, zkontroloval by, zda se shoduje s posledním otevřeným tagem, 
a detekoval chybu, nebylo by tomu tak.  
Nevýhoda takové speciální funkce je její pevná pozice v kódu. Aplikace by musela obsahovat 
pevné metody, které nelze nikterak generalizovat. Pokud by uţivatel chtěl pouţít příslušnou funkci 




S bariérami v přístupnosti webových stránek se handicapovaní uţivatelé potýkají dennodenně. Cílem 
této práce bylo identifikovat typy postiţení uţivatelů internetu, analyzovat současná pravidla 
přístupnosti webových stránek, provést důkladnou rešerši existujících aplikací pro validaci 
přístupností a na jejím základě specifikovat, navrhnout a implementovat vlastní validační nástroj. 
Výsledkem je obsáhlý dokument, jehoţ hlavní přínos kromě vlastní implementace tkví zejména 
ve výčtu a popisu validátorů. Celkem se v této práci zmiňuji o pětici unikátních online nástrojů, 
stejném počtu desktopových aplikací a trojici toolbarů. Ačkoli jsou si jednotlivé nástroje v mnoha 
aspektech podobné, kaţdý z nich disponuje svým jedinečným pojetím procesu validace, který se liší 
zejména v prezentaci výsledků a objemu kontrolovaných dat. 
Z kaţdé aplikace jsem se pokusil vybrat ty nejvhodnější funkce, které byly zahrnuty do 
základní specifikace poţadavků pro nový validátor. Hlavní cíl tohoto programu spočívá v zaplnění 
mezery na českém internetu, kde nepůsobí ţádná aplikace, která by brala ohled na česká pravidla 
přístupnosti. Program ovšem nabízí i validaci dle mezinárodních metodik. 
Validátor byl implementován v jazyce Java, dále vyuţívá také technologie HTML, CSS, 
MySQL, XML a JavaScript. Hlavní doménou vzniklé aplikace je moţnost plně ovládat proces 
validace díky formalizaci pravidel přístupnosti do podoby regulárních výrazů a jejich uloţení 
v externích XML souborech. Uţivatel aplikace tím pádem má plnou moc pravidla jakkoli upravovat, 
či dokonce přidávat vlastní.  
Aby tento přístup validace fungoval, musí program před vlastní aplikací regulárních výrazů na 
zdrojový kód dokumentu vykonat určité úpravu kódu. Problém představují zejména speciální HTML 
znaky v hodnotách atributů značek, či komentáře. Validátor tedy nejdříve analyzuje zdrojový kód, 
odstraní komentáře, nahradí speciální znaky HTML za jejich odpovídající kódy, tzv. escape sekvence. 
Po této proceduře máme jistotu, ţe definované regulární výrazy budou spolehlivé. 
Program podporuje validaci URL adres, lokálních HTML dokumentů anebo přímo vloţeného 
kódu. U validace URL má uţivatel moţnost aktivovat hloubkou validaci, tedy proces, kdy aplikace 
z předané vstupní stránky extrahuje hypertextové odkazy na webové dokumenty ve stejné doméně 
a ty dále zařadí do seznamu stránek k validaci. Jedním kliknutím tak můţe program zkontrolovat 
celou strukturu webového dokumentu. Aplikace generuje výstupní zprávu ve formátu HTML, jeţ 
shrnuje a prezentuje výsledky validace. Pro kaţdou validovanou stránku vytvoří dokument 
s přehledem chyb, varování, bodů k uţivatelské kontrole a přeformátovaným zdrojovým kódem 
doplněným o informační ikony.  
Další vývoj aplikace spatřuji zejména v realizaci modulu pro generaci pokročilých statistik 
a jejich vizualizace. Aplikace archivuje informace o výsledcích validací, jako například počty chyb, 
varování, atp., v MySQL databázi. Na základě archivovaných dat pak generuje základní statistiky. 
Modul pro pokročilé statistiky by nabídl funkce pro tvorbu komplexních statistických dokumentů. 
Uţivatel bych mohl na základě určitých kritérií získat z databáze příslušná data a následně je 
naformátovat například do tabulek, popřípadě je vizualizovat do automaticky vytvářených grafů. 
Výstupu takového modulu by mohly slouţit zejména k prezentaci výsledků, například trendů ve 
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Příloha A: Výstup validátoru Cyntiha Says 
Verification Checklist 
Checkpoints Passed 
508 Standards, Section 1194.22 Yes No Other 
A. 508 Standards, Section 1194.22, (a) A text equivalent for every non-text 
element shall be provided (e.g., via "alt", "longdesc", or in element content).  
 Rule: 1.1.1 - All IMG elements are required to contain either the alt or 
the longdesc attribute.  
o Failure - IMG Element at Line: 107, Column: 60 
o Failure - IMG Element at Line: 108, Column: 35 
o Failure - IMG Element at Line: 109, Column: 19 
o Failure - IMG Element at Line: 110, Column: 51 
o Failure - IMG Element at Line: 111, Column: 60 
o Warning - IMG Element found at Line: 125, Column: 176 
contains the 'alt' attribute with an empty value. Please verify that 
this image is only used for spacing or design and has no 
meaning. 
 Rule: 1.1.2 - All INPUT elements are required to contain the alt attribute 
or use a LABEL.  
o No invalid INPUT elements found in document 
 Rule: 1.1.3 - All OBJECT elements are required to contain element 
content.  
o No OBJECT elements found in document body. 
 Rule: 1.1.4 - All APPLET elements are required to contain both element 
content and the alt attribute.  
o No APPLET elements found in document body. 
 Rule: 1.1.6 - All IFRAME elements are required to contain element 
content.  
o No IFRAME elements found in document body. 
 Rule: 1.1.7 - All Anchor elements found within MAP elements are required 
to contain the alt attribute.  
o No MAP elements found in document body. 
 Rule: 1.1.8 - All AREA elements are required to contain the alt attribute.  
o No AREA elements found in document body. 
 Rule: 1.1.9 - When EMBED Elements are used, the NOEMBED element is 
required in the document.  
o No EMBED elements found in document body. 
  No   
B. 508 Standards, Section 1194.22, (b) Equivalent alternatives for any 
multimedia presentation shall be synchronized with the presentation.  
 Rule: 1.4.1 - Identify all OBJECT Elements that have a multimedia MIME 
type as the type attribute value.  
o No OBJECT elements found in document body. 
 Rule: 1.4.2 - Identify all OBJECT Elements that have a 'data' attribute 
value with a multimedia file extension.  
o No OBJECT elements found in document body. 
 Rule: 1.4.3 - Identify all EMBED Elements that have a 'src' attribute value 
with a multimedia file extension.  
o No EMBED elements found in document body. 
    N/A 




information conveyed with color is also available without color, for example 
from context or markup.  
D. 508 Standards, Section 1194.22, (d) Documents shall be organized so they 
are readable without requiring an associated style sheet.  
 Note: Document uses external stylesheets, inline style information, or 
header style information. 
      
E. 508 Standards, Section 1194.22, (e) Redundant text links shall be provided 
for each active region of a server-side image map.  
 Rule: 1.2.1 - Locate any IMG element that contains the 'ismap' attribute.  
o No IMG elements found in document body that contain the 
'ismap' attribute. 
 Rule: 1.2.2 - Locate any INPUT element that contains the 'ismap' 
attribute.  
o No INPUT elements found in document body that contain the 
'ismap' attribute. 
    N/A 
F. 508 Standards, Section 1194.22, (f) Client-side image maps shall be provided 
instead of server-side image maps except where the regions cannot be defined 
with an available geometric shape.  
 Rule: 9.1.1 - No IMG element should contain the 'ismap' attribute.  
o No server-side image map IMG elements found in document 
body. 
 Rule: 9.1.2 - No INPUT element should contain the 'ismap' attribute.  
o No server-side image map INPUT elements found in document 
body. 
    N/A 
G. 508 Standards, Section 1194.22, (g) Row and column headers shall be 
identified for data tables.  
 Rule: 5.1.1 - Identify all Data TABLE elements.  
o Note: Data TABLE Element found at Line: 117, Column: 1. 
      
H. 508 Standards, Section 1194.22, (h) Markup shall be used to associate data 
cells and header cells for data tables that have two or more logical levels of row 
or column headers.  
 Rule: 5.2.1 - Identify all Data TABLE elements.  
o Note: Data TABLE Element found at Line: 117, Column: 1. 




I. 508 Standards, Section 1194.22, (i) Frames shall be titled with text that 
facilitates frame identification and navigation.  
 Document is not a FRAMESET Page. 
    N/A 
J. 508 Standards, Section 1194.22, (j) Pages shall be designed to avoid causing 
the screen to flicker with a frequency greater than 2 Hz and lower than 55 Hz.  
 Rule: 7.1.1 - Documents are required not to contain the BLINK element.  
o No BLINK elements found in document body. 
 Rule: 7.1.2 - Documents are required not to contain the MARQUEE 
element.  
o No MARQUEE elements found in document body. 
 Note: SCRIPT element(s) found in document body, a visual verification 
must be done to ensure the script does not cause the screen to flicker. 
      
K. 508 Standards, Section 1194.22, (k) A text-only page, with equivalent 
information or functionality, shall be provided to make a web site comply with 
the provisions of this part, when compliance cannot be accomplished in any 
other way. The content of the text-only page shall be updated whenever the 
primary page changes.  
      
(k) Option A - Check for the string 'Text Version' within the document.      N/V 
(k) Option B - Check for a Global Text Version Link within the document.      N/V 
(k) Option C - Check for an Accessibility Policy Link within the document.      N/V 
L. 508 Standards, Section 1194.22, (l) When pages utilize scripting languages 
to display content, or to create interface elements, the information provided by 
the script shall be identified with functional text that can be read by assistive 
technology.  
 Rule: 6.3.1 - Anchor elements are required not to use javascript for the 
link target when the NOSCRIPT element is not present in the document. 
These elements will not cause a failure of the checkpoint if the NOSCRIPT 
element is found, however, they will be identified.  
o No Anchor elements that use javascript for the link target were 
found in document body. 
 Rule: 6.3.2 - AREA elements are required not to use javascript for the 
link target when the NOSCRIPT element is not present in the document. 
These elements will not cause a failure of the checkpoint if the NOSCRIPT 
element is found, however, they will be identified.  
o No AREA Elements found in document body. 
 Rule: 6.3.3 - Locate elements that use HTML event handlers.  
o Note: This rule has not been selected to be verified for this 
checkpoint. 




 Rule: 6.3.4 - When SCRIPT Elements are used, the NOSCRIPT element is 
required in the document.  
o Warning - SCRIPT Element(s) are found in document and the 
NOSCRIPT element is not. 
M. 508 Standards, Section 1194.22, (m) When a web page requires that an 
applet, plug-in or other application be present on the client system to interpret 
page content, the page must provide a link to a plug-in or applet that complies 
with §1194.21(a) through (l).  
 Rule: 6.3.5 - All OBJECT elements are required to contain element 
content.  
o No OBJECT elements found in document body. 
 Rule: 6.3.6 - All APPLET elements are required to contain both element 
content and the alt attribute.  
o No APPLET elements found in document body. 
 Rule: 6.3.7 - When EMBED Elements are used, the NOEMBED element is 
required in the document.  
o No EMBED elements found in document body. 
 Rule: 6.3.8 - All pages that have links to files that require a special 
reader or plug-in are required to contain the specified text indicating a 
link to the reader or plug-in.  
o Note: This rule has not been selected to be verified for this 
checkpoint. 
Yes     
N. 508 Standards, Section 1194.22, (n) When electronic forms are designed to 
be completed on-line, the form shall allow people using assistive technology to 
access the information, field elements, and functionality required for 
completion and submission of the form, including all directions and cues.  
      
O. 508 Standards, Section 1194.22, (o) A method shall be provided that permits 
users to skip repetitive navigation links.  
 Rule: (o).1 - All pages are required to contain a bookmark link to skip 
navigation that has the specified text in either the link text or the 'title' 
attribute value. 
Skip Navigation Text:  
o Note: This rule has not been selected to be verified for this 
checkpoint. 
      
P. 508 Standards, Section 1194.22, (p) When a timed response is required, the 
user shall be alerted and given sufficient time to indicate more time is required.  
      
Checkpoint Result Legend: Yes = Passed Automated Verification, No = Failed Automated Verification, Warning = 
Failed Automated Verification, however, configured not to cause page to fail (Priority 2 or 3 only), N/V = Not selected 
for verification, N/A = No related elements were found in document (Visual only), No Value = Visual Checkpoint 
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Příloha B: Digram tříd 
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Příloha C: Formalizovaná pravidla  
Pravidlo č. 1 
Regex I. <(?:img|area)\s+(.*?)/?> 
Regex II. <input\s+(.*?type\s*=\s*(?:(["'])\s*image\s*\2|image\b).*?)/?> 
Subregex I. \balt\s*= 
Subregex II: \balt\s*=\s*((["'])\s*\2.*)?$ 
 
Pravidlo č. 11 
Regex I. <a\s.*?\btarget\s*=\s*(?:(["'])\s*_blank\s*\1|_blank\b) 
Regex II. <a\s.*?\bhref\s*=\s*["']?\s*javascript:window.open 
Regex III. <a\s.*?\bon[a-z]*\s*=\s*["']?\s*window.open 
 
Pravidlo č. 12 
Regex I. <blink\b.*?> 
 
Pravidlo č. 16 
Regex I. <body\b.*?>(.{400,})</body\s*> 




Subregex II: <(fieldset|legend)\b.*?> 
Regex III. <select\b.*?>(.*?(?:<option\b.*?>.*?){11,})</select\s*> 
Subregex III. <optgroup\b.*?> 
 













Pravidlo č. 21 
Regex I. <head\b.*?>(.*?)</head\s*> 
Subregex I. <title\b.*?>.*?</title\s*> 
















Pravidlo č. 23 
Regex  <form\b.*?> 
 
Pravidlo č. 24 
Regex I. 
<a\b(.*?)>\s*(?:click here|click|t?here|zde|klikněte zde|najdete 
zde|tady|tu|sem|tam|odkaz|tento odkaz)\s*</a\s*> 
Subregex I. \btitle\s*= 
Regex II. <a\b.*?href\s*=\s*["']\s*(?!javascript:)[^"']*?\.([^\./]*?)\s*["'].*?> 










Pravidlo č. 25 
Regex  <frame\b(.*?)> 
Subregex  \bname\s*= 
 
 








Pravidlo č. 31 
Regex <table(?:>|(?:\s+.*?>)) 
 
Pravidlo č. 32 







Příloha D: XML schémata 
Schéma definičního souboru jazyka: 
<?xml version="1.0" encoding="utf-16"?> 
<xsd:schema attributeFormDefault="unqualified" elementFormDefault="qualified" 
version="1.0" xmlns:xsd="http://www.w3.org/2001/XMLSchema"> 
  <xsd:element name="lang"> 
    <xsd:complexType> 
      <xsd:sequence> 
        <xsd:element name="id" type="xsd:string" /> 
        <xsd:element name="name" type="xsd:string" /> 
        <xsd:element name="texts"> 
          <xsd:complexType> 
            <xsd:sequence> 
              <xsd:element maxOccurs="unbounded" name="text"> 
                <xsd:complexType> 
                  <xsd:attribute name="id" type="xsd:string" /> 
                  <xsd:attribute name="value" type="xsd:string" /> 
                </xsd:complexType> 
              </xsd:element> 
            </xsd:sequence> 
          </xsd:complexType> 
        </xsd:element> 
      </xsd:sequence> 
    </xsd:complexType> 
  </xsd:element> 
</xsd:schema> 
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Schéma definičního souboru pravidel: 
<?xml version="1.0" encoding="utf-16"?> 
<xsd:schema attributeFormDefault="unqualified" elementFormDefault="qualified" 
version="1.0" xmlns:xsd="http://www.w3.org/2001/XMLSchema"> 
  <xsd:element name="method"> 
    <xsd:complexType> 
      <xsd:sequence> 
        <xsd:element name="name" type="xsd:string" /> 
        <xsd:element name="groups"> 
          <xsd:complexType> 
            <xsd:sequence> 
              <xsd:element maxOccurs="unbounded" name="group"> 
                <xsd:complexType> 
                  <xsd:sequence> 
                    <xsd:element name="id" type="xsd:string" /> 
                    <xsd:element name="desc" type="xsd:string" /> 
                  </xsd:sequence> 
                </xsd:complexType> 
              </xsd:element> 
            </xsd:sequence> 
          </xsd:complexType> 
        </xsd:element> 
        <xsd:element name="rules"> 
          <xsd:complexType> 
            <xsd:sequence> 
              <xsd:element maxOccurs="unbounded" name="rule"> 
                <xsd:complexType> 
                  <xsd:sequence> 
                    <xsd:element name="id" type="xsd:string" /> 
                    <xsd:element name="groupId" type="xsd:string" /> 
                    <xsd:element name="error" type="xsd:int" /> 
                    <xsd:element name="level" type="xsd:int" /> 
                    <xsd:element name="required" type="xsd:int" /> 
                    <xsd:element name="errorMsg" type="xsd:string" /> 
                    <xsd:element name="regexp" type="xsd:string" /> 
                    <xsd:element name="subregexp" type="xsd:string" /> 
                  </xsd:sequence> 
                </xsd:complexType> 
              </xsd:element> 
            </xsd:sequence> 
          </xsd:complexType> 
        </xsd:element> 
        <xsd:element name="userchecks"> 
          <xsd:complexType> 
            <xsd:sequence> 
              <xsd:element maxOccurs="unbounded" name="usercheck"> 
                <xsd:complexType> 
                  <xsd:sequence> 
                    <xsd:element name="level" type="xsd:int" /> 
                    <xsd:element name="msg" type="xsd:string" /> 
                    <xsd:element name="link" type="xsd:string" /> 
                  </xsd:sequence> 
                </xsd:complexType> 
              </xsd:element> 
            </xsd:sequence> 
          </xsd:complexType> 
        </xsd:element> 
      </xsd:sequence> 
    </xsd:complexType> 
  </xsd:element> 
</xsd:schema> 
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Obrázek E.4: Detailní stránka výstupní zprávy 
