Introduction
This essay demonstrates an application of prime numbers to the development of a calculator program that solves sudoku puzzles. Among the positive integers, the primes-numbers with exactly two divisors, the numbers themselves and I-are central to our thinking about numbers. They give us a basis for factoring and divisibility and they contribute to the solution of many problems in the mathematical field of number theory. More important for the purposes of this paper, they provide a way of representing numbers uniquely by prime factors. For example, 6221592 = 2 3 x 3 2 x 13 X 17 2 x 23, any other factorisation differing only in the order of factors.
We offer in this article an elementary application of this property of primes to Texas Instruments TI-84 calculator programming (a form of modified BASIC) that solves the sudoku puzzles that appear in many newspapers, on the web and in book-length collections. (Because we focus in this article on mathematics, we do not include the programs. They may be downloaded from the website www.buffalo.edu/-insrisg/lnsideYourCalculator.htm together with instructions about how to use them.)
Sudoku rules and representation
Sudoku rules are straightforward.
A 9 x 9 grid of cells is provided with some cells filled with digits between 1 and 9 inclusive. The solver must fill in each empty cell with a digit so that each of the nine rows, nine columns, and nine 3 x 3 boxes contains all of the digits from 1 to 9. On the next page the illustration on the left shows a challenging sudoku puzzle with its solution on the right. (Both are calculator screenshots, As the illustration on the right indicates, our program solved this sudoku in 4 minutes and 21 seconds. This is unusually fast; some sudokus take much longer for this program to solve.)
Since we are concerned here with solving sudokus, we need notation with which to refer to them. We consider any given sudoku puzzle a 9 x 9 matrix [A] and denote individual cells with the notation [A] (r, c) , with r representing the row and c the column of the sudoku. To complete the matrix we fill in the cells that are empty in the original puzzle with zeros. Thus, for example, the cell [A] (6, 4) of both of the following illustrations contains the digit 9, the cell [A] (2, 8) representing the left illustration contains the digit O.
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35 'In !I1 iii   1lt7 1li5!1~u  1Ii!l~DI It75  31!11 517 nit  '171 3U 5 !III  52:iii!III" 731  nl 7"1 We also introduce notation for the boxes and the cells within them. We refer to each of the 3 x 3 boxes in the order: Thus the 9 in cell [A] (6, 4) is in box 5. The position of a cell within a box is also numbered according to this pattern, so that this 9 is in cell 7 of box 5, which we write as (box 5, 7).
There are many strategies that solvers use to fill in sudokus. Here is an example of one of the most straightforward: In the left illustration above, consider box 6, the rightmost box in the second row of boxes. We can correctly place the 3 in this box by checking each cell. The 3 cannot go in cells 1, 2 and 3 of box 6 because there is already a 3 in that row of the puzzle. It cannot go in cells 4, 5 and 6 for the same reason. We are left with cells 7, 8 and 9 of that box. Cell 7 is in a column that already contains a 3 and cell 9 is already filled. We are left with only one possibility: the 3 must go in (box 6, 8). This cell is also designated [A] (6, 8).
How primes contribute
You should notice in the example of the last paragraph that identifying an appropriate digit for any cell involves finding the single digit that fits that specific cell. For a given cell we must check each digit against the digits in every cell in the same row, column and box. That is a great deal of checking, and we seek a way of reducing the task. Primes provide a way of doing this.
Recall that we began this essay by noting that prime products are unique. We will now use that fact. We substitute for the nine sudoku digits the first nine primes. Formally, we have the function j", (dn) = Pm with d; the nth digit and p; the nth prime, in each case with n = 1, 2, 3, ... , 9. More simply, this is the finite correspondence !I = {(I,2), (2,3), (3, 5) , (4,7), (5,11), (6,13), (7,17), (8,19), (9,23)}. (q) or whether the fractional part of the numberis zero with an instruction such as If fPart (q) = 0.) Notice that we could not do this without this translation of the original digits. To see this, consider trying to use that argument with the product of the non-zero digits of A: 8,3, 7 and 9. Their product is 1512, which is not only divisible by those digits but also by 2, 4 and 6. (You might also consider the even less useful result if you use the sum of the original digits.)
To use this method of checking by substituting primes, we need a way to keep track of those row, column and box products. We do this with a 3 x 9 matrix, [8] . This final matrix is the solution given at the beginning of this discussion. In summary, we used! to translate the original sudoku problem into a matrix with primes replacing the original integers. We then used the algorithms that are described in the next section to replace the Is in that matrix with primes and finally, using;', translated the resulting matrix back into sudoku format.
Note that, since f compares with the log function when calculating with logarithrns.j"" compares with the antilog function, HI'.
The solution algorithms
In our program two basic algorithms, which we designate Cells and Enneads, are applied over and over in a series of passes, each pass including the application of both algorithms. When a pass produces no filled cell, third and fourth algorithms are applied. Here is a description of each of those algorithms. You will see how the prime products contribute to each of them.
Note (1, r) , [B] (2, c) 
If a particular cell, [A'] (r, c), is already filled, that is, if [A'] (r,
Notice how much easier it would be for us to do this same thing without a calculator simply by looking at the sudoku. We can quickly examine the original sudoku illustration to see that 1 is the only digit not appearing in the row, column and box corresponding to [A] (9,2). Despite this, for most of us our visual processing advantage is more than overwhelmed by the calculator's speed in carrying out its brute force processing. Algorithm 2: Enneads. As its title suggests, this algorithm goes through all of the sudoku's enneads, its nine rows, nine columns and nine boxes, one at a time with its focus at each step on a specific ennead. It runs through row 1, row 2, ..., row 9, then coli, col 2, ..., col 9, and finally box 1, box 2, ..., box 9. For each of these 27 enneads, given a prime that is not already in the ennead, the algorithm checks to see whether that prime could go into only one of the ennead's cells. To illustrate this and to differentiate what is being done from what was done in the Cells algorithm, we extend the notation we have already used for the cells in boxes. The notation, (row 9, 5), refers to the 5th element in row 9. In our example sudoku, (row 9, 5) = 6. That same cell is (column 5, 9), the 9th element in column 5, and (box 8, 8) (3, 5) are each multiplied by 3. Note that when a prime is entered in an ennead like this, the program turns back and begins checking from 2 again, because that prime might now be unique. (In this case, of course, 2 is still not unique.) Continuing in this fashion the algorithm discovers in turn (these cells listed so that interested readers can work out how each is justified):
(row 6, 8) = 5, (row 6, 7) = 17, (row 6, 3) = 13 and (row 9, 6) = 5, so, once we have completed checking all nine rows we arrive at the following: which a complete pass fills no more cells. Clearly, simply going through another pass would accomplish nothing, so a third algorithm is then followed.
Algorithm 3: Generating and testing cell hypotheses.
Just as the first algorithm Cells looks for cells that exclude all but one digit, Algorithm 3 looks for cells that exclude all but two possible digits.
The same prime testing procedures used in the algorithms Cells and Enneads are used for these identifications.
Once those digit pairs are identified, one of which must be correct, the program tests each pair.
In a different example from the one we have been using, the algorithm (2) the processing leads to a contradiction; that is, it finds a cell no prime can fill or an ennead in none of whose cells a given prime will fit; or (3) the processing again leads to a pass with no cells filled. In cases (2) and (3) the program backtracks, emptying any cells filled in following that possibility, and the other alternative, in this case
, is tested. In case (2) we know that any cells identified in subsequent passes using this value must be correct, even if they too fail to complete the matrix. For case (3), however, if this hypothesis does not lead to a solution and a zero pass is reached, these cells must be emptied as well.
Once that hypothesis is tested, the program moves on and similarly tests additional hypotheses for which pairs of alternatives are identified. When all the hypotheses have been tested, if the sudoku is still not solved, still more can usually be done. If the program has found and filled any cells, it can generate a new set of hypotheses from the now-more-filled-in sudoku grid, and continue in the same way. We have tested our program using only Algorithms 1, 2 and 3 against hundreds of sudokus published in newspapers with 100% success but, if a complete hypothesising session ends without having filled in any cells, this algorithm fails. For still harder puzzles, however, there is more testing available.
Algorithm 4: Generating and testing ennead hypotheses. In any sudoku for which no solution is discovered using Algorithm 3, another algorithm can be utilised by our program. It involves testing pairs of alternatives for enneads. It may be, for example, that a 5 can occur in box 1 in either cell 3 - 
