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Este trabalho insere-se no âmbito dos sistemas de navegação, e em particular 
na implementação e análise de desempenho de um sistema com a capacidade 
de integrar diferentes tipos de sensores, nomeadamente receptores GPS de 
baixo custo, um odómetro e um sistema inercial (IMU – Inertial Measurement 
Unit – conjunto de três acelerómetros lineares e três giroscópios de tecnologia 
MEMS dispostos em três eixos ortogonais). 
Inicialmente é desenvolvido um sistema de odometria baseado em sensores 
infravermelho e adaptado um sistema de armazenamento/transmissão dos 
dados recolhidos e temporalmente sincronizados com os dados de um GPS. 
Finalmente é feito um estudo de métodos de análise estatística baseados em 

































The present thesis aims at implementing and testing the performance of a 
navigation system based on the information provided by different technologies 
sensors, namely a low-cost GPS device, an odometer and an inertial 
measurement unit (IMU) – three linear accelerometers and three MEMS 
gyroscope aligned along three orthogonal axes. 
This project starts with the development of the odometry system, based on 
infra-red sensors. Proper modifications and enhancements are also performed 
to a hardware system for storing/managing and synchronizing the information 
gathered by the sensors. 
In order to estimate the vehicle’s position and orientation, a statistical approach 
based on the Kalman filter is performed.  
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Capítulo 1
Introdução e Objectivos
São diversas as aplicações que integram no seu funcionamento um sistema de navegação
responsável por determinar a localização e/ou orientação de um determinado veículo
móvel. Alguns exemplos são: sistemas de gestão de frotas de viaturas; sistemas de
segurança de transportes de mercadorias; navegação aérea; e aplicações robóticas. A
constituição dos sistemas de navegação varia de aplicação em aplicação, dependendo
dos requisitos específicos destas. No entanto tem-se verificado que no âmbito da gene-
ralidade das aplicações que requerem a localização de viaturas terrestres (tipicamente,
veículos automóveis ligeiros e pesados), apareceram no mercado um conjunto de sen-
sores de baixo custo, de natureza tecnológica distinta, destinados a este tipo específico
de navegação. São exemplos destes sensores: receptores GPS de uma única frequência
(L1), de baixo custo; odómetros (ou sensores adaptáveis que permitem contar o número
de rotações que uma roda da viatura executa enquanto se desloca); e acelerómetros e
giroscópios de tecnologia MEMS (Micro Electro-Mechanical Systems), de muito baixo
custo. Quanto à natureza do seu funcionamento estes sensores podem dividir-se, tipi-
camente, em duas categorias: sensores de posicionamento absoluto (que é o caso dos
receptores GPS, pois, na presença de um número de sinais de satélite suficiente, deter-
mina a posição absoluta da viatura); e sensores de posicionamento relativo (também
designados de dead reckoning, como é o caso do odómetro que determina apenas um
deslocamento relativamente a uma posição inicial de referência). Estas duas categorias
apresentam características distintas, e muitas vezes complementares. Por exemplo, o
receptor GPS por si só (e em boas condições de aquisição dos sinais) permite determi-
nar a posição de uma viatura com uma precisão que varia entre os 5 e os 15 metros. No
entanto, num ambiente onde abundam obstáculos que bloqueiam a recepção dos sinais
enviados pelos satélites, tal como numa cidade de elevada densidade de edifícios altos,
ou de arvoredo, a frequência com que o receptor GPS pode determinar uma posição
7
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com boa precisão pode ser muito baixa. Por outro lado, os sensores de dead reckoning
apenas dependem deles próprios para avaliar a variação de posição/orientação, pelo
que podem colmatar as deficiências acima mencionadas dos receptores GPS (quando
devidamente calibrados). Este trabalho consiste, então, na análise de metodologias
para obter a melhor precisão e robustez de um sistema de navegação que integre um
conjunto diverso de sensores de navegação de baixo custo, com o objectivo de se aplicar
à localização/orientação de viaturas automóvel.
Um outro ponto para o qual este trabalho pretende contribuir é na comparação de
desempenho de sistemas de navegação integrados de custo elevado com os de custo
reduzido, quando aplicados à navegação automóvel. No últimos anos têm-se visto
vários trabalhos de investigação nesta área onde sistemas de navegação originalmente
desenvolvidos para a navegação aérea (portanto, com sensores de elevada precisão e
custo elevado) são directamente aplicados em viaturas terrestres [11, 12, 5]. Devido
às várias obstruções do sinal GPS que neste ambiente ocorrem, os níveis de precisão
apresentados em muitos destes sistemas são da ordem de 1 a 2 metros (o que responde
satisfatoriamente à maior parte das aplicações terrestres para as quais se destinam estes
sistemas). No entanto, surge a dúvida quanto aos resultados que se obteriam se em
vez de sensores de elevada precisão se utilizassem sensores mais baratos que entretanto
foram surgindo no mercado. Nesta gama encontram-se em destaque os sensores de
tecnologia MEMS. Pretende-se, então, com este trabalho, desenvolver uma plataforma
de navegação que permita a avaliação do desempenho de um sistema integrando sen-
sores de muito baixo custo. Salienta-se que um dos requisitos necessários para que os
resultados da integração sejam o melhor possíveis é que todas as medidas recolhidas
dos sensores estejam sincronizadas temporalmente com muito rigor.
Inicialmente pretende-se desenvolver um sensor que opere como um odómetro que de-
verá ser capaz de medir, com a melhor precisão possível, o deslocamento angular das
rodas de uma viatura. Seguidamente pretende-se desenvolver um simples equipamento
electrónico que recolha a informação desse odómetro e a sincronize com a informação
de um receptor GPS. Este equipamento consistirá num microprocessador com uma
memória FLASH incorporada onde será armazenada a informação sincronizada do
odómetro. Parte do trabalho consistirá no desenvolvimento de algoritmos que utilizem
toda a informação dos sensores de localização/orientação para determinar com a maior
precisão possível, de um ponto de vista estatístico, a posição e a orientação (tridimen-
sionais) da viatura. O cerne destes algoritmos será constituído por filtros de Kalman.
O filtro de Kalman integra o conhecimento não só das medidas produzidas pelos vários
sensores mas também do seu comportamento estatístico. Assim, será necessário des-
crever através de um modelo estatístico os processos que caracterizam a evolução no
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tempo dos valores de saída dos sensores. Num primeira fase, os algoritmos de esti-
mação da melhor posição/orientação considerarão apenas como sensores o odómetro
e o receptor GPS (será desejável considerar mais do que um receptor GPS uma vez
que o processamento relativo  entre dois ou mais receptores  das medidas que estes
recolhem podem dar informação também de orientação). No entanto, e prevendo-se
a introdução no sistema de navegação de um sensor inercial (IMU  Inertial Mea-
surement Unit), constituído por acelerómetros lineares e giroscópios, os algoritmos de
estimação deverão evoluir para integrar dados deste sensor. O IMU produz medidas
de aceleração da viatura em três direcções ortogonais, cuja integração pode levar à
determinação do deslocamento da viatura relativamente a um determinado ponto ini-
cial. Paralelamente ao trabalho aqui descrito foi realizado, no âmbito dos trabalhos de
dissertação de Mestrado Integrado em Engenharia Electrónica e Telecomunicações da
Universidade de Aveiro, um IMU com sensores de baixo custo, [8], com o objectivo de
ser integrado no sistema de navegação aqui descrito.
Capítulo 2
Enquadramento
A Navegação desde sempre beneficiou dos avanços tecnológicos e da criação de novos
sistemas da informação, sendo por isso alvo de estudo e desenvolvimento não só a nível
académico, mas sobretudo a nível industrial pela sua aplicabilidade. Numa altura em
que sistemas de posicionamento por satélite ganham cada vez mais importância no
domínio dos sistemas de navegação  sendo alguns exemplos disso, o GPS americano,
o GLONASS russo, o GALILEO europeu e o COMPASS chinês  é oportuno o estudo
e a análise de sistemas deste género. No entanto, o elevado custo de aquisição de um
sistema de navegação por satélite de elevada precisão é ainda uma limitação. Assim,
outro tipo de sensores e sistemas de navegação aparecem; sistemas de muito baixo
custo tipicamente constituídos por vários sensores, como o odómetro, sensores inerciais
de tecnologia MEMS e a bússola electrónica.
O uso de vários sensores leva à necessidade de um processamento adequado da infor-
mação gerada por cada um dos sensores e que tenha em conta as características de
cada sensor. O filtro de Kalman é desde a década de 60 uma referência na Navegação,
considerado como uma das maiores descobertas da história e provavelmente a maior
descoberta do século XX [7], e permite com base na informação recolhida e em parâme-
tros estatísticos dos vários sensores estimar uma solução óptima. É neste contexto que





Neste capítulo é feita uma descrição do sistema de navegação implementado e os vários
componentes que dele fazem parte, isto é, os diferentes sensores utilizados e um sistema
de armazenamento. Será feita uma descrição mais detalhada sobre o odómetro, pois
faz parte dos objectivos deste trabalho a sua implementação. Relativamente ao GPS,
são salientadas algumas características mais importantes.
Existem várias aplicações onde um sistema de navegação pode ser utilizado, em [1]
é feita uma descrição de algumas aplicações onde sistemas de navegação têm sido
utilizados, são exemplo disso a agricultura; a construção de estradas; a extracção de
minério; ou mesmo o desporto, com o exemplo do golf.
Um sistema de navegação pode ser constituído por um ou vários sensores, podendo estes
distinguir-se como sendo do tipo absoluto ou relativo. Dentro dos sensores absolutos
destaca-se o GPS que é actualmente usado em diversas aplicações, no entanto outras
formas de localização do tipo absoluto são usadas, por exemplo na robótica. Um
exemplo disso são os sistemas de visão dos agentes da equipa de futebol robótico,
CAMBADA da Universidade de Aveiro [2], que permitem determinar a posição do
agente com base em landmarks existentes no campo.
Já dos sensores relativos, podem-se nomear o odómetro, o acelerómetro e o giroscópio.
Este tipo é também denominado de dead reckoning, esta expressão inglesa, remonta aos
tempos da navegação à vela em que a posição das embarcações eram determinadas com
base no percurso efectuado, deduced reckoning. Estes sensores são tipicamente baratos
mas apresentam erros que se acumulam ao longo do tempo. Num sistema baseado em
GPS, por exemplo, pode ser necessária a contribuição de um sensor dead reckoning,
por exemplo em situações de falha ou atenuação do sinal GPS.
Um sensor poderá contribuir de diferentes maneiras para um sistema de navegação,
que poderá ser constituído por um ou mais sensores. Em [9] são analisados diferentes
11
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sistemas de navegação e as vantagens e desvantagens (custos de implementação, ne-
cessidade de calibração, erros associados às medições...) inerentes a cada um destes
sistemas:
 Sistema baseado unicamente em GPS (Unaided GPS )
 Sistema baseado unicamente em sensores dead reckoning (Unaided Dead Reckon-
ing)
 Sistema baseado em GPS e dead reckoning, em que os sensores funcionam de
forma modular e independente (Loosely Coupled)
 Sistema baseado em GPS e dead reckoning, em que os sensores fundem-se numa
única unidade (Tightly Coupled)
Neste projecto pretende-se implementar um sistema do tipo Loosely Coupled, e portanto
poderá ser facilmente adicionado ou retirado ao sistema de navegação qualquer dos
sensores que dele fazem parte.
3.1 Componentes
O sistema que se pretende criar divide-se em vários componentes principais, são eles a
parte sensorial, responsável por adquirir informação de posição e orientação num for-
mato em bruto; e o sistema de armazenamento, que terá a função de recolher toda a in-
formação adquirida pelos sensores. Este segundo componente torna-se imprescindível,
uma vez o processamento não será feito em tempo real.
3.1.1 Sensores
3.1.1.1 GPS
O receptor GPS usado (ver figura 3.1) é um RCB-LJ, e contém um módulo TIM-LF
de muito baixo consumo, com duas portas série, e permite o uso de uma antena activa.
A escolha deste receptor deve-se ao seu baixo custo de aquisição e ao formato em que
este devolve os dados recolhidos  raw mode. Foi criado um interface gráfico do lado
do PC (ver figura 3.2) que permitisse, numa fase de teste, a configuração do receptor.
A configuração do receptor GPS passa pela troca de mensagens segundo o protocolo
binário UBX, indicando ao receptor quais as mensagens que este deve enviar. Para este
trabalho, por forma a diminuir o fluxo de informação limitou-se o número de mensagens
a quatro:
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Figura 3.1: Receptor GPS RCB-LJ com módulo TIM-LF.
Figura 3.2: Interface de configuração do receptor GPS.
 RXM_RAW, com informação sobre os dados em bruto medidos pelo receptor,
relativamente a cada satélite;
 NAV_CLOCK, com o tempo  Time of Week  correspondente ao instante do
último impulso PPS;
 NAV_POSECEF, com informação da posição no sistema de coordenadas carte-
siano Earth-Centered Earth-Fixed ;
 NAV_VELECEF, com informação da velocidade no sistema de coordenadas an-
terior.
3.1.1.2 Odómetro
Odometria é um método de navegação que sempre teve importância na Robótica e
Navegação [4, 3], podendo ser mecânico ou electrónico, sendo a sua versão electrónica
cada vez mais usada devido aos baixos custos de implementação, no entanto odómetros
mecânicos são, ainda, vulgarmente encontrados em automóveis. Ao contrário do GPS,
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um sensor global, o odómetro é um sensor do tipo dead reckoning, isto é, determina o
estado actual com base no estado anterior. A importância deste tipo de sensores deve-se
à capacidade de efectuarem medições de grande exactidão durante curtos períodos de
tempo; um custo de implementação muito baixo; e frequências de amostragem bastante
elevadas [4]. No entanto, este tipo de sistema baseia-se na medição de sucessivos
incrementos de deslocamento angular, o que leva, invariavelmente, a erros cumulativos.
Outra característica deste tipo de sensor é a necessidade de calibração [14, 2].
O sistema de odometria terá a função de contribuir com as suas medições em situações
de falha do sinal de GPS, por exemplo devido ao ambiente que rodeia o veículo, como
túneis, viadutos e zonas arborizadas; ou situações de passagem por áreas urbanizadas
onde ocorre o fenómeno de múltipla reflexão (multi-path) do sinal recebido [14, 3].
Na prática, e abordando aquele que é o primeiro objectivo estipulado para este tra-
balho, isto é, a implementação de um odómetro, consideraram-se diferentes tecnologias
para a implementação da parte sensorial do odómetro. Pretendia-se que não houvesse
contacto entre a parte sensorial do odómetro e a roda, evitando o desgaste do sensor e
a consequente contribuição de erros nas medições, por outro lado, valorizou-se também
a facilidade e a versatilidade de acoplar o sensor a um veículo. Assim sendo, foram
considerados diferentes tipos de sensores, como os sensores ultra-som e os sensores in-
fravermelho. Uma solução baseada num sensor deste género não necessitaria, de facto,
de contacto entre a roda e o sensor, ainda assim, a facilidade de acoplar o sensor ao
veículo dependeria do próprio veículo e implicaria a calibração do sensor para cada
veículo em particular. O sensor infravermelho, por permitir elevadas frequências de
amostragem, ser barato, e de fácil implementação foi o escolhido.
Hardware
Pretende-se que o odómetro seja capaz de efectuar medições de deslocamento angu-
lar da roda do veículo a uma taxa de até 100 medições por segundo, e que associe a
cada medição um instante de tempo sincronizado pelos impulsos (PPS  pulse per sec-
ond) do GPS. A interacção dos vários blocos de hardware que constituem o odómetro
implementado, é ilustrada no diagrama da figura 3.3. Uma unidade de processamento
(constituída por um microcontrolador PIC 18F458), recebe do bloco sensorial um im-
pulso por cada unidade de deslocamento angular da roda do veículo, impulsos (de
grande precisão) PPS gerados pelo GPS e mensagens do sistema de armazenamento
contendo a diferença de tempo entre o instante em que o GPS gerou o impulso PPS e o
instante da última passagem de Sábado para Domingo (time of week). Segundo o algo-
ritmo apresentado mais abaixo a unidade de processamento vai gerar mensagens com
as medições efectuadas e os instantes de tempo correspondentes, que serão enviadas
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Figura 3.3: Comunicação entre os vários blocos de hardware de que integram o
odómetro.
Figura 3.4: Circuito do odómetro e roda da bicicleta com superfícies reflectoras.
pela USART para o sistema de armazenamento que procederá ao respectivo armazena-
mento numa memória FLASH. Existe ainda a possibilidade do envio das mensagens
ser efectuado para um PC, para tal é apenas necessário a alterar a posição de dois
comutadores. O resultado final da implementação do odómetro é ilustrado pela figura
3.4.
Unidade de Processamento
A figura 3.5 representa o esquema de ligação dos vários componentes eléctricos que
fazem parte da unidade de processamento. Este bloco é constituído por um microcon-
trolador PIC18F458 I/P1 da Microchip (figura 3.6); um cristal de 20MHz; e alguns
componentes passivos.
Unidade Sensorial
O odómetro implementado tem como princípio de funcionamento a detecção da in-
tensidade luminosa, na gama dos infra-vermelhos, reflectida pelo elemento alvo. Um
1Datasheet disponível em http://ww1.microchip.com/downloads/en/devicedoc/41159d.pdf
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Figura 3.5: Esquema da Unidade de Processamento do odómetro.
Figura 3.6: Microcontrolador PIC18F458 I/P.
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Figura 3.7: Unidade Sensorial do Odómetro constituída por emissor e receptor infraver-
melhos.
LED de infra-vermelho (LD271) emite constantemente um feixe para a superfície do
alvo (estando esta colocada na roda, ver figura 3.7). Esse feixe, quando reflectido pela
superfície, é detectado pelo elemento BPW96 que, quando montado no circuito apre-
sentado na figura 3.8, produz uma tensão que é proporcional à intensidade luminosa
recebida. Dotando a superfície do alvo de dois tipos de material, cujo coeficiente de re-
flexão é muito distinto, consegue-se, assim, detectar as transições de material exposto
ao feixe, o que permite ter uma indicação do movimento da roda. Verificou-se que
o receptor infravermelho apresentava uma grande sensibilidade à luminosidade solar,
por isso, no sentido de diminuir as variações de luminosidade criou-se uma protecção
(ver figura 3.9); por outro lado era também muito sensível às transições de superfí-
cie reflectora para não reflectora e vice-versa (traduzindo-se numa sequência de várias
comutações nas regiões de transição), o que implicou a filtragem do sinal gerado por
esta unidade com um filtro passa-baixo RC. Finalmente, por forma a tornar o teste
da unidade sensorial independente do microcontrolador, introduziram-se dois LEDs ao
circuito que brilham conforme o estado do receptor.
Unidade de Conversão de Tensão
Numa fase de desenvolvimento foi necessário a comunicação entre o odómetro e um
PC, para, por exemplo, carregar o software a ser executado pela unidade de processa-
mento. No entanto, pretende-se que o sistema de navegação numa fase de recolha de
dados funcione de forma autónoma, sem a necessidade de um computador, e que toda a
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Figura 3.8: Esquema da Unidade Sensorial do odómetro
Figura 3.9: Protecção contra luminosidade solar.
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Figura 3.10: Esquema da Unidade de Conversão de Tensão do odómetro.
comunicação seja feita entre os sensores e o sistema de armazenamento. Para permitir
que se alterne entre os dois modos de funcionamento criou-se um mecanismo baseado
em comutadores, ver figura 3.10. Porque as linhas Tx e Rx do microcontrolador e
do PC operam a níveis de tensão diferentes foi necessário introduzir um conversor de
tensões para permitir a comunicação. O conversor usado é um MAX232.
Software  Ambiente de Desenvolvimento
No desenvolvimento do software da Unidade de Processamento optou-se pela lin-
guagem C por permitir maior facilidade na escrita dos programas, e utilizou-se o com-
pilador MCC18 da Microchip. O MPLAB IDE v7.60 (ver figura 3.11), também da
Microchip, foi utilizado para gerir os vários projectos de programação que foram de-
senvolvidos.
No que respeita à programação do microcontrolador, no sentido de evitar a reprogra-
mação sempre que necessário, optou-se pelo uso de um Bootloader, o Tiny PIC Boot-
loader2, que permite a programação do circuito pela USART evitando assim a remoção
do PIC do circuito onde está montado, usando um interface gráfico do lado do PC (ver
figura 3.11). Adicionalmente, para a programação inicial do bootloader, utilizou-se um
programador JDM e o IC-Prog3, software necessário para a programação.
Tempo e Sincronismo
No que respeita aos sensores, e ao odómetro em particular, a principal preocupação
2disponível em http://www.etc.ugal.ro/cchiculita/software/picbootloader.htm
3disponível em http://www.ic-prog.com
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Figura 3.11: MPLAB IDE v7.60 e Tiny PIC Bootloader, software utilizado para o
desenvolvimento e carregamento dos programas da unidade de controlo do odómetro.
foi garantir que as medições efectuadas seriam armazenadas em conjunto com a res-
pectiva etiqueta (tag) temporal, reportada a um sistema de tempo comum a todos os
sensores (garantindo-se, assim, o sincronismo de todos os dados). Assim sendo, teria
que ser o próprio sensor a proceder à atribuição de uma etiqueta temporal logo que
fosse efectuada a medição.
Criou-se, então, um programa que permitisse ao sensor, com base numa referência de
tempo  os impulsos PPS gerados pelo GPS , gerar a sua própria base de tempo,
mas com uma resolução de 10ms. Devido às limitações inerentes ao hardware utilizado
houve a necessidade de estabelecer um compromisso entre legibilidade/organização do
código e desempenho do programa. Desta forma os algoritmos implementados seguiram
apenas o paradigma da programação procedimental. O algoritmo desenvolvido para o
odómetro pode, então, ser dividido num conjunto de rotinas que terão diversas funções,
tais como gerar uma base de tempo com uma resolução de 10ms ou 100ms, contar o
número de impulsos gerados pelo deslocamento angular da roda do veículo, e enviar
e receber mensagens segundo o protocolo RS232, sendo algumas destas rotinas exe-
cutadas concorrentemente através do uso de rotinas de interrupção. O diagrama da
figura 3.12 representa o modo como as várias rotinas comunicam entre si. No centro
do diagrama está uma estrutura de dados que é comum às diferentes rotinas:
1. A rotina UsartRX é chamada sempre que é recebida uma mensagem pela USART.
É, portanto, chamada periodicamente, 4 vezes por segundo, recebendo mensagens
com o tempo correspondente ao último impulso de GPS (PPS);
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Figura 3.12: Interacção entre as várias rotinas do odómetro
2. A UsartRX actualiza a estrutura de dados com a informação obtida em 1;
3. A rotina ExtInt1 é chamada sempre que é recebida uma transição ascendente
gerada pela Unidade Sensorial e incrementa uma unidade de deslocamento angu-
lar;
4. A rotina ExtInt2 é chamada sempre que é recebida uma transição descendente
gerada pela Unidade Sensorial e incrementa uma unidade de deslocamento an-
gular. Efectuando a detecção de ambas as transições do odómetro (ascendente
e descendente), consegue-se duplicar a resolução da medição de deslocamento da
roda;
5. A estrutura de dados é actualizada com o incremento efectuado em 3;
6. A estrutura de dados é actualizada com o incremento efectuado em 4;
7. ExtInt0 é uma rotina invocada uma vez por segundo, sincronamente com o im-
pulso PPS;
8. ExtInt0 determina parâmetros de correcção da base de tempo com base no erro
acumulado no segundo anterior da linha de tempo gerada pela Timer0. A rotina
Timer0 só por si não permite gerar uma linha temporal conforme pretendido,
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Figura 3.13: Interface de configuração e teste do odómetro
sem serem efectuadas correcções por ExtInt0, porque a sua frequência não é
exactamente 10KHz, nem constante;
9. Timer0 é chamada periodicamente à frequência de ∼ 9766Hz. Sempre que é
chamada actualiza a estrutura de dados com um incremento do tempo e efectua
uma correcção dependendo dos parâmetros de correcção determinados no final
do segundo anterior;
10. Sempre que Timer0 incrementa 100 ou 1000 vezes (dependendo da frequência
para a qual o odómetro esteja programado), o correspondente a 10ms ou 100ms
respectivamente, a rotina UsartTX é notificada para efectuar o envio de uma
nova mensagem
11. UsartTX após o pedido de envio de nova mensagem efectua uma leitura da
estrutura de dados do deslocamento angular e o tempo
12. UsartTX envia a mensagem pela USART para o sistema de armazenamento.
No decorrer do desenvolvimento do algoritmo do odómetro sentiu-se a necessidade de
criar software que permitisse testar de uma forma fácil o desempenho do algoritmo.
Nesse sentido criou-se o interface gráfico da figura 3.13.
3.1.1.3 IMU
O sistema de navegação implementado prevê a integração de um outro sensor, um
sistema inercial, resultado de um projecto que decorreu em paralelo [8]. Este sistema,
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Figura 3.14: Sistema Inercial (IMU).
ver figura 3.14, é constituído por 3 acelerómetros e 3 giroscópios. Estes baseiam-se na
tecnologia MEMS, que permite a construção do sensor com base em pequenos circuitos
integrados.
3.1.2 Sistema de Armazenamento de Dados
Não fazendo parte dos objectivos a criação de um sistema de navegação que operasse
em tempo real, havia a necessidade de um dispositivo de armazenamento das medições
efectuadas e dos respectivos instantes de tempo. Optou-se, então, pela reutilização de
um dispositivo criado no âmbito de outro projecto, Plataforma de Medição Angular
baseada em Receptores GPS (ver figura 3.15), [6]. A reutilização deste dispositivo
implicou um estudo detalhado das várias partes que integram o projecto  hardware e
software. O estudo deste projecto, apesar de só agora ser referenciado neste capítulo,
representou uma parte considerável do início deste trabalho, tendo sido efectuados
alguns testes e alterações ao nível do hardware e software do dispositivo; e levou à
criação de software do lado do PC que permitisse a recepção e o processamento da
informação armazenada.
Para além da capacidade de receber informação de até quatro sensores em simultâneo,
também configura os sensores GPS que lhe estejam ligados por forma a enviarem as
mensagens pretendidas.
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Figura 3.15: Sistema de armazenamento da informação gerada pelos vários sensores.
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Figura 3.16: Estrutura do sistema de armazenamento.
3.1.2.1 Hardware
A figura 3.16 esquematiza as ligações entre os principais blocos de hardware do projecto
utilizado. Existe uma unidade de processamento no centro que gere a comunicação com
um PC via USART e recebe informação de quatro sensores que guarda numa memória
FLASH. O sistema demonstrou-se bastante modular, o que facilitou a utilização deste
dispositivo. Os GPS foram, então, substituídos pelos sensores pretendidos para este
trabalho, nomeadamente, o odómetro, o IMU e dois receptores GPS. O sistema de ar-
mazenamento de dados está preparado para receber, em simultâneo, de quatro sensores
que comuniquem via USART. Todos os sensores utilizados comunicam via USART, uti-
lizando um protocolo standard de comunicação série.
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3.1.2.2 Software do Microcontrolador
O microcontrolador do sistema de armazenamento tem duas funções principais, a con-
figuração dos vários componentes e sensores, e a recepção e armazenamento das men-
sagens enviadas pelos sensores via RS232. Tiveram de ser feitas alterações em ambas
as funções. Ao nível da configuração, foi necessário alterar a programação do GPS
 protocolo UBX  por forma a este enviar as mensagens pretendidas (referidas an-
teriormente). No que respeita à recepção, foi necessário garantir que as mensagens
recebidas do GPS, com informação de tempo do instante em que era gerado o PPS,
eram reencaminhadas para os sensores. Desta forma permite-se que os sensores que se
liguem ao sistema de armazenamento possam ter uma referência temporal para gerar
a sua própria base de tempo. As mensagens enviadas do sistema de armazenamento
para os vários sensores são constituídas por seis bytes : um primeiro byte que identifica
o início da mensagem, quatro bytes com o instante de tempo, e um byte de verificação
de erros (checksum).
No sentido inverso, ou seja, dos sensores para o sistema de armazenamento são enviadas
mensagens com as medições efectuadas e os respectivos instantes de tempo. Estas
mensagens são constituídas por: dois bytes que identificam o começo da mensagem
e o sensor que a envia, um byte que identifica o tipo de mensagem, um byte com o
tamanho do conteúdo (em bytes), o conteúdo da mensagem, com a medição efectuada
pelo sensor e o instante de tempo correspondente, e um byte de verificação de erros
(checksum).
3.1.2.3 Software de Transferência dos Dados
Do lado do PC houve a necessidade de criar uma aplicação que desempenhasse a função
de receber a informação contida no sistema de armazenamento. Para além de uma
aplicação de descarga da informação (figura 3.17) e dos interfaces gráficos até agora
referenciados, foram criadas aplicações que facilitaram o desenvolvimento do projecto,
nomeadamente para comunicação via RS232 em geral (figura 3.18); e visualização de
pontos sobre um mapa (figura 3.19).
Após a recepção da informação contida no dispositivo foi necessário extrair as men-
sagens referentes a cada um dos sensores e colocar os dados de uma forma estruturada
para futuro processamento. Assim, criou-se uma rotina em ambiente MATLAB que
efectuasse essa tarefa.
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Figura 3.17: Software de descarga da informação do sistema de armazenamento para
um PC.
Figura 3.18: Interface para comunicação série.
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Sendo um dos objectivos o processamento das medições dos sensores com base em Fil-
tros de Kalman, foi necessário, numa fase inicial, efectuar algumas medições com o re-
ceptor, no sentido de determinar o seu comportamento estatístico. Assim, efectuaram-
se medições com o receptor parado em duas situações distintas, num local com boa
visibilidade; e noutra situação, um local com visibilidade reduzida, durante cerca de
23 minutos.
Na tabela 4.1 apresentam-se valores de variância e erro máximo em torno da média,
das posições convertidas em coordenadas cartográficas, nos dois eixos, xx (direcção
e sentido Oeste-Este) e yy (direcção e sentido Sul-Norte). Nas figuras 4.1 e 4.2 são
ilustradas com pontos azuis as medições efectuadas pelo receptor; com pontos verdes e
amarelos o desvio padrão em yy e xx respectivamente em torno da média representada
pelo ponto vermelho e centrada na origem.
Numa segunda situação testou-se o desempenho do receptor quando em movimento.
Foram, novamente efectuados dois percursos em circunstâncias distintas, um percurso
aproximadamente rectilíneo entre dois pontos afastados de cerca de 1500 metros, numa
zona arborizada (ver figura 4.3) e um percurso com boas condições de visibilidade
ilustrado na figura 4.4.
Var xx (m2) Var yy (m2) Desvio máx xx (m) Desvio máx yy (m)
Boa visibilidade 0.668 0.864 2.341 1.963
Visibilidade reduzida 0.955 38.873 2.537 24.705
Tabela 4.1: Dispersão das medições efectuadas pelo receptor GPS.
28
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Figura 4.1: Medições efectuadas pelo receptor GPS em repouso numa situação de
visibilidade reduzida.














































Figura 4.2: Medições efectuadas pelo receptor GPS em repouso numa situação de boa
visibilidade.
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posição relativamente ao ponto de partida em coordenadas
planimétricas (Oeste − Este) em metros
Figura 4.3: Percurso rectilíneo efectuado com o receptor GPS numa zona arborizada
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posição relativamente ao ponto de partida em coordenadas
planimétricas (Oeste − Este) em metros
Figura 4.4: Percurso efectuado com o receptor GPS numa zona de boa visibilidade
(note-se que à cartografia de base falta informação sobre parte do percurso percorrido).
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Nas duas situações anteriores é possível verificar uma acentuada diferença na dispersão
das medições efectuadas. Naturalmente, em situações de reduzida visibilidade o erro é
maior. O comportamento, ao longo do tempo, das posições determinadas pelo receptor
GPS não apresenta uma característica aleatória do tipo ruído branco, mas apresenta
uma forte correlação entre posições dentro de uma determinada vizinhança. Isto deve-
se a um processamento adicional dos dados que o próprio receptor GPS faz antes de
enviar, via a sua porta RS232, as posições calculadas.
4.2 Odómetro
Um sistema de odometria, tal como qualquer outro sensor está sujeito a várias fontes
de erro, e poderá ter diferentes desempenhos dependendo das condições em que se
encontra o veículo no momento. Mais concretamente, e salientando um dos factores
que interferem no desempenho do odómetro, o raio dos pneus das rodas do veículo
não é constante. Existem então vários factores de que depende o raio do pneu de um
automóvel, nomeadamente, a pressão, a temperatura, o desgaste, a velocidade, e o peso
[14].
Neste trabalho o veículo utilizado não foi um automóvel, mas sim uma bicicleta, ainda
assim admite-se que o raio do pneu de uma bicicleta seja sensível a estes mesmos
factores. Assim, foram efectuados, numa primeira fase, testes de calibração, e, numa
segunda fase, percursos que permitissem determinar a variação do erro em função da
distância percorrida.
4.2.1 Calibração
Na fase de calibração, começou-se por testar a parte sensorial do odómetro, isto é,
efectuaram-se medições com a roda do veículo sem esta estar em contacto com o chão.
O teste consistiu em fazer girar a roda 100 voltas completas e medir o número de
impulsos gerados pelo odómetro. Este teste foi executado 10 vezes, tendo demorado
cada um dos testes entre 45 e 60 segundos. Em todos os testes foram medidas 6600
impulsos, o correspondente a 66 impulsos por volta. Esta primeira sessão de testes
permitiu a detecção de possíveis anomalias ou irregularidades nas superfícies reflectoras
da roda.
Ainda na fase de calibração efectuou-se um percurso rectilíneo (figura 4.5) com a bi-
cicleta, com cerca de 248 metros, cujas coordenadas dos pontos de partida e chegada
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Figura 4.5: Percurso de calibração




Tabela 4.2: Calibração  nº. de impulso de odómetro por metro num percurso de 248
metros
foram identificadas fazendo uso do software Google Earth1. Com base nesta experiên-
cia estimou-se o número de impulsos de odómetro por metro percorrido pela bicicleta.
Na tabela 4.2 apresentam-se os resultados desta fase, factores que permitiram calibrar
os resultados obtidos nos percursos efectuados para o cálculo do erro em função do
deslocamento.
4.2.2 Erro
Numa segunda fase efectuaram-se, então, percursos com o objectivo de determinar o
erro em função do deslocamento. O deslocamento será calculado com base no número
de impulsos de odómetro e na relação impulsos / metro obtida na fase de calibração, e
comparado com as distâncias calculadas através das coordenadas de referência (obtidas
com o Google Earth).
O percurso é aproximadamente rectilíneo, e constituído por quatro pontos cujas coor-
denadas geográficas foram obtidas através do software referido (figura 4.6). Na tabela
1Software disponível em http://earth.google.com/
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Tabela 4.3: Distâncias percorridas segundo os pontos obtidos pelo Google Earth (em
metros)
4.3 apresentam-se as distâncias dos pontos P1 e P4 aos restantes pontos (P2 e P3).
Já na tabela 4.4 apresentam-se as medições feitas pelo odómetro, de três percursos 
efectuados nos dois sentidos, P1 → P4 e P4 → P1 , calibradas pelo factor determinado
na fase anterior. As medições apresentam-se em metros, estando dentro de parênteses
o número de impulsos detectados pelo odómetro.
Nas figuras 4.7 e 4.8 é possível visualizar o comportamento do erro do odómetro à
medida que a bicicleta avança no seu percurso. Sendo o odómetro um sensor do tipo
dead reckoning, é expectável que o erro aumente à medida que o veículo se desloca,
no entanto diferentes comportamentos do erro se ilustram nas duas figuras referidas.
De facto esta diferença deve-se à calibração, que se verifica ter um papel fundamental
no desempenho do odómetro. Na primeira fase de análise de desempenho do sensor
efectuou-se um percurso de 248 metros, ou seja, uma calibração para percursos longos,
por esta razão, é de esperar que as medições obtidas pelo odómetro se aproximem do
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1º. 2º. 3º.
Partindo de P1
→ P2 60.78 (1954) 61.15 (1966) 61.02 (1962)
→ P3 268.67 (8638) 268.54 (8634) 268.73 (8640)
→ P4 657.92 (21153) 658.05 (21157) 657.98 (21155)
Partindo de P4
→ P3 393.80 (12661) 390.37 (12551) 389.88 (12535)
→ P2 596.77 (19187) 597.33 (19205) 596.62 (19182)
→ P1 657.18 (21129) 658.05 (21157) 657.39 (21136)
Tabela 4.4: Distâncias percorridas segundo as medições efectuadas pelo odómetro (em
metros, e dentro de parênteses o número de impulsos de odómetro)
deslocamento real para percursos também longos. Desta forma entende-se que o erro
seja grande numa fase em que o deslocamento é ainda pequeno. Alterou-se, então,
o factor de calibração, usando como referência o primeiro troço de cada percurso. Os
resultados obtidos apresentam-se nas figuras 4.9 e 4.10. No primeiro gráfico já é visível o
aumento do erro com o deslocamento, e ao final de 657.93 metros o odómetro apresenta
um erro, em média, de 13.42m, o correspondente a um erro de 2.0%. Refere-se que
um odómetro comercial de qualidade mediana apresenta valores típicos de erro de
deslocamento da ordem dos 5%, enquanto odómetros de elevada qualidade apresentam
erros na ordem de 1 a 2%.
Como se pode constatar, tal como seria esperado de um sensor cuja tradução das suas
medidas em posição passa pela função de integração, a calibração é um ponto essencial.
Note-se que, nos testes referidos, quanto mais longo é o percurso efectuado pela bici-
cleta, maior é o erro que se acumula relativamente ao percurso de referência definido
no Google Earth (entre outros factores, pela incapacidade de seguir exactamente, no
terreno, o percurso definido no ecrã de um computador). Logo, uma calibração efec-
tuada com base em percursos longos incluirá esses erros acumulados, transportando-os
para as medições seguintes.
Uma vez integrado com outros sensores como os receptores GPS, o odómetro poderá
ser calibrado em tempo real com base nos dados de posição recolhidos nos instantes
de tempo que precedem cada momento de calibração. Assim, o processo de calibração
do odómetro será dinâmico (o que traz vantagens na contabilização de erros devidos a
variação de pressão ou temperatura dos pneus).
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Figura 4.7: Erro do odómetro em função do deslocamento (P1 → P4)



























Figura 4.8: Erro do odómetro em função do deslocamento (P4 → P1)
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Figura 4.9: Erro do odómetro em função do deslocamento (P1 → P4), calibração pelo
primeiro troço






























Neste capítulo aborda-se o terceiro objectivo deste projecto, o estudo de algoritmos que
utilizem de uma forma optimizada a informação produzida por diversos sensores (por
exemplo, odómetro, GPS, IMU), e permitam determinar com maior precisão, de um
ponto de vista estatístico, a posição e orientação da viatura. O cerne destes algoritmos
é constituído por filtros de Kalman. O filtro de Kalman é um método usado em diversas
aplicações de engenharia, destacando-se algumas áreas, como o Controlo, a Robótica,
a Computação Visual/Gráfica e a Navegação, sendo de salientar esta última por ser
objecto de estudo neste trabalho.
Neste trabalho pretende-se fazer o estudo de um sistema de navegação que permite
a integração de vários sensores, e sendo as características desses sensores diferentes e
com uma eficiência e desempenho dependentes das circunstâncias em que se encontram,
existe a necessidade de filtrar os dados obtidos. O estudo e a avaliação das característi-
cas dos sensores utilizados neste trabalho vem permitir uma descrição do erro associado
a cada um dos sensores. Naturalmente, as medições efectuadas pelo odómetro terão
uma maior exactidão (durante um curto período de tempo) em situações de falha ou
elevada atenuação do sinal de GPS, por outro lado, o GPS, em situações de baixa
atenuação do sinal, e devido às características do erro nas medições efectuadas por
este sensor, será mais exacto do que o odómetro, que, por exemplo, apresenta um
erro cumulativo nas suas medições. Adicionalmente, todo o tipo de sistemas está su-
jeito a ruído, havendo por isso, alguma incerteza em torno de medições efectuadas por
qualquer sensor. Desta forma, pretende-se que a importância atribuída às medições
efectuadas por cada um dos sensores em cada iteração dependa do grau de fiabilidade
da medição, isto é, a variância do erro associado à medição.
O filtro de Kalman é antes de mais, uma ferramenta matemática, trata-se de um
algoritmo de processamento de informação recursivo óptimo [10, 7], minimizando a
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Figura 5.1: Algorítmo do filtro de Kalman decomposto em fase de inicialização, previsão
e correcção.
variância do erro das estimações efectuadas com base em toda a informação que lhe
é introduzida, isto é, a dinâmica do sistema e do próprio dispositivo de medição; as
medições efectuadas; a descrição estatística do ruído do sistema, ou seja, erros associ-
ados à medição e erros devido à incerteza do modelo dinâmico do sistema; e condições
iniciais do sistema. O facto de ser um algoritmo recursivo torna o filtro de Kalman,
do ponto de vista computacional bastante eficiente, pois toda a informação necessária
para a estimação do estado do sistema numa determinada iteração está contida na
última estimação. Não necessita, portanto, que toda a informação do passado seja
armazenada e novamente processada.
5.1 Princípio
Antes de fazer uma exposição das equações do filtro de Kalman, é oportuno fazer uma
breve descrição do princípio que está por trás do filtro de Kalman. Após uma fase de
inicialização o filtro alterna entre uma fase de previsão e uma fase de correcção de uma
forma cíclica (figura 5.1).
Suponha-se, então, que um avião munido de um dispositivo de medição de posição,
desloca-se a uma velocidade constante s (assim se considera por questões de simplici-
dade), num ambiente ruidoso. Adicionalmente, assume-se que o melhor modelo para
descrever a posição xk do avião ao longo do tempo é, por exemplo:
xk = xk−1 + s ·∆t+ wk, (5.1)
em que xk depende da posição anterior xk−1, da velocidade s e do ruído wk que carac-
teriza a aleatoriedade associada ao modelo, e que se considera ser branco, Gaussiano e
de média nula, com variância σ2w.
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Relativamente ao dispositivo de medição assume-se que o modelo que melhor descreve
a relação entre as medições efectuadas zk e a posição do avião é:
zk = xk + vk, (5.2)
onde também se considera a componente aleatória vk das medições efectuadas pelo
instrumento de medição, cuja natureza é a mesma de wk, mas de variância σ2v .
Inicialização
Com base nas condições iniciais estabelece-se a posição da qual o avião parte, xˆ0,
cuja incerteza é caracterizada pela sua variância σ20.
Previsão
Partindo da posição em que se encontra o avião no instante k = 0, e através do
modelo do sistema, é possível estimar a posição do avião no instante seguinte k = 1,
exactamente antes de se obter a medição efectuada pelo instrumento de medida. Desta
forma, prevê-se que o avião estará na posição xˆ−1 calculando:
xˆ−1 = xˆ0 + s ·∆t+ 0. (5.3)
Uma vez que o ruído wk é aleatório de média nula, assume-se que para k = 1 o ruído wk







Desta forma foi possível, com base no estado anterior e no modelo do sistema, actu-
alizar no tempo a posição estimada, por outro lado, verifica-se que há um aumento da
incerteza relativamente à incerteza inicial. Naturalmente, caso se propague indefinida-
mente a posição no tempo (efectuando sucessivas previsões), ignorando as medições
efectuadas pelo instrumento de medida, verificar-se-ia um aumento da incerteza na
mesma proporção. No sentido de diminuir a incerteza recorre-se às medições efectu-
adas pelo instrumento. Como se verá a seguir, esta diminuição da variância será tão
grande quanto menor a variância do erro associado à medição.
Correcção
Efectuada a fase de previsão segue-se uma fase de correcção, isto é, com base na
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previsão anterior xˆ−1 e na medição z1 efectuada pelo instrumento é possível estimar a
posição do avião xˆ+1 , ou seja, no instante k = 1, imediatamente a seguir à medição. Para
determinar a posição xˆ+1 efectua-se uma média ponderada entre a posição estimada xˆ
−
1












(z1 − xˆ−1 ). (5.5)
Desta forma, verifica-se que uma pequena incerteza associada à medição repercute-
se numa desvalorização da previsão anterior, isto é, se a variância do erro associado à
medição σ2v for pequena, o peso de xˆ
−
1 no cálculo de xˆ
+
1 será proporcionalmente pequeno.
Por outro lado, se o instrumento de medição for de baixa qualidade e consequentemente
houver uma grande incerteza relativamente às medições efectuadas, será dada maior
importância à previsão xˆ−1 .













e é possível verificar que a contribuição da medição só vai diminuir a incerteza da
estimação. No limite, se σ2v for zero, ou seja, se o instrumento for perfeito nas suas
medições, σ2,+1 será também zero. Se pelo contrário, houver uma incerteza absoluta
relativamente às medições, σ2v →∞, então σ2,+1 irá tender para o valor previsto σ2,−1 .
Repare-se que nas duas equações anteriores mantém-se o mesmo factor de peso, introduz-




1 +K(z1 − xˆ−1 ), (5.7)
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Figura 5.2: Modelo de um sistema cujo estado o filtro de Kalman pretende estimar.
Este ganho K, que depende das variâncias do erro da medição e da estimação feita na
fase de previsão, define qual importância que deverá ser dada à medição efectuada.
Note-se, também, que toda a informação do passado está contida nas estimações ante-
riores, o que torna o filtro de Kalman, do ponto de vista da implementação, bastante
vantajoso, não havendo a necessidade de armazenar e processar toda a informação do
passado.
5.2 Equações
Após uma breve descrição apresentam-se as equações que estão na base do filtro de
Kalman, e quais os pressupostos de que parte o filtro. Estas equações representam uma
generalização dos conceitos apresentados antes.
O filtro de Kalman aborda o problema geral de tentar estimar o estado xk ∈ <n (sendo
n o número de variáveis de estado) de um processo controlado em tempo discreto,
descrito pela seguinte equação de diferença linear [15, 13] (ilustrado na figura 5.2):
xk = Fxk−1 +Guk−1 + wk−1, (5.10)
e cujo processo de medição (zk ∈ <m, em que m representa o número de grandezas
mensuráveis) segue a seguinte equação:
zk = Hxk + vk, (5.11)
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Figura 5.3: Fases de previsão e correcção no filtro de Kalman.
onde F (matriz n×n) representa a relação entre o estado num determinado instante k
e o estado no instante anterior k−1 quando ignorando a presença de ruído; e G (matriz
n× l) representa a influência que as entradas do sistema (no caso de existirem)  matriz
u ∈ <l, onde l é o número de entradas do sistema  têm na actualização do estado. A
matriz H (matriz m × n) descreve a relação entre o estado do sistema e a grandeza
medida, quando na ausência de ruído. Já as matrizes w ∈ <n e v ∈ <m representam o
ruído associado ao processo e à medição, respectivamente. É assumido, também, que o
ruído não está correlacionado, é branco, média nula e segue uma distribuição normal:
p(w) ∼ N(0, Q), (5.12)
p(v) ∼ N(0, R). (5.13)
As matrizes Q e R são as matrizes de covariância do erro do processo e do erro de
medição, respectivamente.
Um algoritmo baseado em filtros de Kalman distingue, então, duas fases na estimação
do estado do sistema, que são executadas iterativamente (ver figura 5.3), isto é, uma fase
de actualização no tempo (também denominada de previsão ou estimação a priori) e
uma fase de actualização por medição (também denominada de correcção ou estimação
a posteriori).
Na fase de previsão a estimação do estado é feita unicamente com base na dinâmica




e a incerteza associada à estimação efectuada é descrita pela matriz de covariância P−k ,





onde P+k−1 corresponde à matriz de covariância do erro associado à estimação no instante
anterior, após a fase de correcção. Note-se, mais uma vez, que a incerteza associada à
estimação aumenta na fase de previsão, ou seja, a propagação do estado no tempo leva
a uma diminuição da confiança na estimação feita.
Já na fase de correcção a estimação do estado xˆ+k é feita com base na previsão anterior
xˆ−k , e nas medições efectuadas zk,
xˆ+k = xˆ
−
k +Kk(zk −Hxˆ−k ), (5.16)
e a matriz de covariância do erro associado à estimação obedece à seguinte equação:
P+k = (I −KkH)P−k , (5.17)






Uma vez mais, e em analogia às equações 5.8 e 5.9, se a incerteza associada às medições
for bastante reduzida, R → ~0, o ganho Kk irá tender para H−1, e consequentemente
verifica-se que P+k → ~0. Por outro lado, quando P−k → ~0, o ganho Kk tenderá também
para zero, e consequentemente P+k → P−k .
5.3 Simulação
Não tendo sido possível, por questões de tempo, implementar os algorítmos de pro-
cessamento das medições efectuadas pelos vários sensores que integram o sistema de
navegação, apresentam-se aqui os resultados de uma simulação que visa a aplicar os
conceitos apresentados neste capítulo e testar o processo de estimação por filtros de
kalman, antes de utilizar estes algorítmos nos dados provenientes dos sensores de posi-
cionamento. A simulação foi gerada em ambiente MATLAB, cujo código das rotinas
criadas se expõe no apêndice C.
Esta simulação pretende, então, descrever o comportamento de um veículo, com base
nas medições de um acelerómetro e na dinâmica do sistema, fazendo uso de um algo-
rítmo baseado em filtro de Kalman.
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Na tentativa de atribuir um aspecto realista a esta simulação considerou-se que o
modelo da dinâmica do veículo consiste apenas na condição de que a sua aceleração
tem um comportamento random walk. Isto porque se for registada a aceleração de
um veículo automóvel que se desloque pelas ruas de uma cidade, veremos que o seu
gráfico temporal se assemelha a um comportamento do tipo random walk. Uma vez
que o objectivo desta simulação é testar a mecanização dos algoritmos, considerou-se
a situação mais simples do movimento da viatura segundo uma trajectória rectilínea
(reduzindo, assim, o sistema ao caso unidimensional).
O comportamento do veículo foi gerado de uma forma aleatória, isto é, gerou-se a
aceleração por integração de ruído branco, desta forma obteve-se uma aceleração com
um comportamento do tipo random walk,
ak = ak−1 + ∆t · φk, (5.19)
em que ak representa a aceleração do veículo no instante k, ∆t é o intervalo de tempo
entre dois instantes de tempo consecutivos, e φk uma variável aleatória, média nula e
distribuição normal, que representa a variação da aceleração em cada instante k.
Já a velocidade e a posição resultam da integração da aceleração e da velocidade,
respectivamente, da seguinte forma
vk = vk−1 + ∆t · ak, (5.20)
pk = pk−1 + ∆t · vk. (5.21)
Em relação às medições zk efectuadas pelo acelerómetro, adicionou-se à aceleração
ruído branco, de média nula e distribuição normal νk,
zk = ak + νk. (5.22)
Descrito o comportamento do veículo e do instrumento de medição, criou-se um modelo





e o sistema de equações da dinâmica descrito da seguinte forma
















cujas matrizes de covariância do erro do sistema, Q e do erro de medição R da seguinte
forma
Q =
 0 0 00 0 0
0 0 (∆t · σφ)2
 , (5.26)
e
R = σ2ν . (5.27)
Através da ferramenta MATLAB, e com base nas características pretendidas para o
comportamento da viatura simulada, gerou-se um percurso virtual dessa viatura para
a qual se obtiveram os respectivos valores exactos de posição, velocidade e aceleração.
Este percurso e estes dados constituíram a referência que pretende ser estimada pelo
filtro de Kalman. Como o único sensor que se considera na viatura é o acelerómetro,
utilizaram-se as medidas exactas de aceleração às quais se adicionou ruído branco
gaussiano (simulando, assim, o erro de medida de um acelerómetro). A partir destas
medidas tentou-se estimar, pelo filtro de Kalman, o percurso de referência.
Partindo de condições iniciais nulas, e σφ = 0.0055m/s3, σν = 0.1m/s2 e ∆t = 0.1 s
simulou-se o comportamento do veículo para um intervalo de tempo de 1000s (∼17min).
Como resultado desta simulação apresentam-se gráficos que ilustram a evolução das
estimativas geradas pelo filtro e compara-se com o comportamento real do veículo.
Adicionalmente apresentam-se gráficos que ilustram a incerteza associada às estimações
feitas. Assim, nas figuras 5.4 e 5.5 é ilustrada a evolução da aceleração estimada e o
respectivo erro. Verifica-se que houve uma diminuição de cerca de 90% do desvio padrão
do erro das medições para o desvio padrão do erro das estimativas. Da mesma forma
ilustra-se o comportamento e os respectivos erros das variáveis velocidade e posição nos
gráficos das figuras 5.6, 5.7, 5.8 e 5.9. Ao final de 1000 segundos (cerca de 17 minutos),
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Figura 5.4: Evolução da aceleração e respectivas medições e estimatitivas ao longo do
tempo.
o veículo terá percorrido aproximadamente 18000 metros com um erro de 450m (erro
de 2.5%) e encontrar-se-ia a aproximadamente 47 m/s (∼170Km/h).
As figuras 5.10, 5.11 e 5.12 mostram a evolução da incerteza  variância  associada às
estimações ao longo do tempo para as três variáveis, aceleração, velocidade e posição,
respectivamente, ou seja, a evolução dos elementos da diagonal principal da matriz
P , matriz de covariância do erro associado às estimações. Note-se, na figura 5.10, em
detalhe, a forma dente-de-serra do gráfico que se deve às fases de previsão e correcção
em que se baseia o filtro de Kalman.
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desvio padrão − medido
desvio padrão − estimado
Figura 5.5: Erro associado à estimação da aceleração e respectivo desvio padrão com-
parado com o desvio padrão do erro de medição.

















Figura 5.6: Evolução da velocidade e respectivas estimatitivas ao longo do tempo.
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Figura 5.7: Erro associado à estimação da velocidade ao longo do tempo.














Figura 5.8: Evolução da posição e respectivas estimatitivas ao longo do tempo.
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Figura 5.9: Erro associado à estimação da velocidade ao longo do tempo.
Figura 5.10: Variância do erro de estimação da aceleração em função do tempo.
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Figura 5.11: Variância do erro de estimação da velocidade em função do tempo.































Figura 5.12: Variância do erro de estimação da posição em função do tempo.
Capítulo 6
Resultados
O desempenho de um odómetro e de um receptor GPS foi estudado. Constatou-se a
necessidade de um tipo de sensor alternativo (de dead reckoning) que contribuísse para
a determinação da posição e orientação de um veículo em situações de falha de sinal
do GPS. Foi também possível constatar o carácter cumulativo dos erros associados às
medições de um odómetro. Assim, sentiu-se a necessidade de estudar algoritmos que
permitissem estimar, com base em medições de vários sensores, uma solução óptima
para a localização e orientação de uma viatura.
No final obteve-se um sistema de navegação baseado em GPS e odómetro (ver figura
6.1)  e flexível a qualquer outro sensor que respeite o interface de comunicação  que
integra a informação destes sensores e armazena numa memória FLASH. Por restrições
de tempo não foi possível obter resultados da aplicação dos algoritmos baseados em
filtros de kalman à informação reunida pelos vários sensores do sistema.
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Figura 6.1: Bicicleta com sistema de navegação incorporado.
Capítulo 7
Conclusão e Trabalho Futuro
Partiu-se do objectivo da criação e estudo de um sistema de navegação que fosse barato
mas fiável. Para tal implementou-se um sistema que permitisse a integração de vários
sensores de baixo custo, odómetro, GPS e IMU de tecnologia MEMS. A integração
de medições de vários sensores obrigou à utilização de um sistema de armazenamento
dos dados, uma vez que o sistema de navegação não irá funcionar em tempo real. No
desenvolvimento dos vários componentes do sistema sentiu-se a necessidade da criação
de software que permitisse mais fácil e rapidamente a configuração desses mesmos com-
ponentes. Já, numa fase de teste do sistema de navegação, foi necessário desenvolver
algoritmos de processamento da informação que permitissem tirar conclusões acerca
do desempenho dos diferentes sensores. No final obteve-se uma plataforma bastante
modular que permite o desenvolvimento de outros projectos no âmbito da Navegação
e testar diferentes sensores não abordados neste trabalho.
Como trabalho de futuro imediato, e no sentido de dar continuidade ao sistema de
navegação aqui descrito, sugere-se que sejam efectuados testes mais exaustivos, com
a integração do IMU (testes estes que, por restrição de tempo, não se conseguiram
executar) para analisar o comportamento do sistema integrado e a sua robustez (isto é,
a sua capacidade de determinar posições com rigor suficiente em diversos cenários, tais
como falhas frequentes de sinal GPS, e muitos outros). Convinha, por exemplo, obter
um valor da fiabilidade (desvio padrão) da solução produzida em função do período de
tempo consecutivo em que falham as estimativas dadas pelos receptores GPS. Por fim,
seria muito interessante que os resultados obtidos com o sistema totalmente integrado
e afinado (isto é, com as matrizes de covariância do filtro de Kalman bem ajustadas)
fossem comparados aos de outros sistemas, de sensores mais avançados, para assim se
analisar se se justifica, a utilização de sensores caros em aplicações de navegação de
veículos terrestres.
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Por questões de exequibilidade, aplicou-se o sistema de navegação a um veículo de duas
rodas (bicicleta), no entanto será interessante aplicar o sistema num veículo automóvel.
Apêndice A
Software de apoio ao Sistema de
Navegação
Numa fase de desenvolvimento do sistema de navegação foi necessário, de uma forma
fácil e rápida, testar individualmente os vários componentes que constituem o sistema.
Nesse sentido criou-se uma aplicação com um interface gráfico simples e intuitivo que
permite a recepção e análise de mensagens geradas pelo odómetro; a configuração dos
receptores GPS; a recepção da informação (dados dos sensores) guardada no sistema de
armazenamento; e a visualização dos percursos efectuados com o sistema de navegação.
A aplicação foi desenvolvida em ambiente Windows, com o software Microsoft Visual
Studio 2008, em linguagem C#.
A.1 NavSys
1 using System ;
2 using System . Co l l e c t i o n s . Generic ;
3 using System . ComponentModel ;
4 using System . Data ;
5 using System . Drawing ;
6 using System . Linq ;
7 using System . Text ;
8 using System .Windows . Forms ;
9 using System . IO ;
10 namespace NavSys
11 {







19 private stat ic byte [ ] message_buffer = new byte [ 1 3 ] ;
20 private stat ic uint old_time_tag = 0 , new_time_tag = 0 ;
21 private stat ic uint line_number = 0 ;
22 private stat ic double average_diff_time_tag = 0 ;
23 const int NAV_CLOCK = 0 ;
24 const int NAV_POSECEF = 1 ;
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25 const int NAV_POSLLH = 2 ;
26 const int NAV_SOL = 3 ;
27 const int NAV_SVINFO = 4 ;
28 const int NAV_STATUS = 5 ;
29 const int MON_IO = 6 ;
30 const int MON_SCHD = 7 ;
31 const int MON_TXBUF = 8 ;
32 const int RXM_RAW = 9;
33 byte [ ] msg_buffer = new byte [ 1 1 ] ;
34 byte c l a s s e = 0 , id = 0 , ra t e = 0 , ck_a = 0 , ck_b = 0 ;
35 s t r i n g de fau l t_server_address = "gmagno . 0 f e e s . net " ;
36 // str ing server_address = "gmagno.0 fees . net ";
37
38 public Form1 ( )
39 {
40 In i t ia l i z eComponent ( ) ;
41 }
42 private void Form1_ClientSizeChanged ( ob j e c t sender , EventArgs e )
43 {
44 too lS t r ipProg re s sBar1 . ProgressBar .Width = Convert . ToInt32 ( this . S i z e .Width *0 . 8 ) ;
45 }
46 private void Form1_FormClosing ( ob j e c t sender , FormClosingEventArgs e )
47 {
48 i f ( s e r i a lP o r t 1 . IsOpen )
49 s e r i a lP o r t 1 . Close ( ) ;
50 i f ( s e r i a lP o r t 2 . IsOpen )







58 // Exit Menu
59 private void exitToolStripMenuItem_Click ( ob j e c t sender , EventArgs e )
60 {
61 i f ( s e r i a lP o r t 1 . IsOpen )
62 s e r i a lP o r t 1 . Close ( ) ;
63 i f ( s e r i a lP o r t 2 . IsOpen )
64 s e r i a lP o r t 2 . Close ( ) ;
65 Appl i cat ion . Exit ( ) ;
66 }
67 // About Menu
68 private void aboutToolStripMenuItem_Click ( ob j e c t sender , EventArgs e )
69 {
70 MessageBox . Show( "PortCom v 1.0\n© 2008 Gonçalo Morgado − DETI , Univers idade de Aveiro \







77 // Button 1 ( connect ) i s c l i cked
78 private void button1_Click ( ob j e c t sender , EventArgs e )
79 {
80 i f ( s e r i a lP o r t 1 . IsOpen )
81 {
82 s e r i a lP o r t 1 . Close ( ) ;






89 s e r i a lP o r t 1 . Open ( ) ;
90 button1 . Text = " d i sconnect " ;
91 }
92 catch //(/*Exception otherProblem*/)
93 {
94 // Some error ocurred , maybe s e r i a l port already in use
95 MessageBox . Show( "Cannot open " + s e r i a lP o r t 1 . PortName + " , port may be in use . " ,




99 // Button 2 ( c lear ) i s c l i cked
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100 private void button2_Click ( ob j e c t sender , EventArgs e )
101 {
102 richTextBox1 . Text = "" ;
103 }
104 // Button 3 ( connect ) −− 2ND TAB
105 private void button3_Click ( ob j e c t sender , EventArgs e )
106 {
107 i f ( s e r i a lP o r t 2 . IsOpen )
108 {
109 s e r i a lP o r t 2 . Close ( ) ;






116 s e r i a lP o r t 2 . Open ( ) ;
117 button3 . Text = " d i s connect " ;
118 }
119 catch //(/*Exception otherProblem*/)
120 {
121 // Some error ocurred , maybe s e r i a l port already in use
122 MessageBox . Show( "Cannot open " + s e r i a lP o r t 2 . PortName + " , port may be in use . " ,




126 // Button 4 ( log ) −− 2ND TAB
127 private void button4_Click ( ob j e c t sender , EventArgs e )
128 {
129 too lS t r ipProg re s sBar1 . Value = 0 ;
130 i f ( textBox1 . Text . Length < 1)
131 {
132 textBox1 . Text = " l o g_ f i l e " ;
133 }
134 too lS t r ipProg re s sBar1 . Value = 25 ;
135 TextWriter l o g_ f i l e 1 = new StreamWriter ( textBox1 . Text + "1" ) ;
136 l o g_ f i l e 1 . WriteLine ( richTextBox2 . Text ) ;
137 l o g_ f i l e 1 . Close ( ) ;
138 too lS t r ipProg re s sBar1 . Value = 50 ;
139 TextWriter l o g_ f i l e 2 = new StreamWriter ( textBox1 . Text + "2" ) ;
140 l o g_ f i l e 2 . WriteLine ( richTextBox3 . Text ) ;
141 l o g_ f i l e 2 . Close ( ) ;
142 too lS t r ipProg re s sBar1 . Value = 100 ;
143 }
144 // Button 5 ( c lear ) −− 2ND TAB
145 private void button5_Click ( ob j e c t sender , EventArgs e )
146 {
147 richTextBox2 . Text = "" ;
148 richTextBox3 . Text = "" ;
149 }
150 // Button 6 ( connect ) −− 3RD TAB
151 private void button6_Click ( ob j e c t sender , EventArgs e )
152 {
153 i f ( s e r i a lP o r t 3 . IsOpen )
154 {
155 s e r i a lP o r t 3 . Close ( ) ;






162 s e r i a lP o r t 3 . Open ( ) ;
163 button6 . Text = " d i s connect " ;
164 }
165 catch //(/*Exception otherProblem*/)
166 {
167 // Some error ocurred , maybe s e r i a l port already in use
168 MessageBox . Show( "Cannot open " + s e r i a lP o r t 3 . PortName + " , port may be in use . " ,




172 // Button 7 ( c lear ) −− 3RD TAB
173 private void button7_Click ( ob j e c t sender , EventArgs e )
174 {
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175 richTextBox4 . Text = "" ;
176 }
177 // Button 8 ( reset , not working ) −− 3RD TAB
178 private void button8_Click ( ob j e c t sender , EventArgs e )
179 {
180 MessageBox . Show( "This button i s not working . . . yet ! " ) ;
181 }
182 // Button 9 ( s tar t gps config ) −− 3RD TAB
183 private void button9_Click ( ob j e c t sender , EventArgs e )
184 {
185 byte [ ] start_msg_buffer = { 0xB5 , 0x62 , 0x06 , 0x08 , 0x06 , 0x00 , 0xFA, 0x00 , 0x01 , 0x00 ,
0x00 , 0x00 , 0x0F , 0x94 } ;
186 // byte [ ] start_msg_buffer = { 0xB5, 0x62 , 0x06 , 0x08 , 0x06 , 0x00 , 0x88 , 0x13
, 0x01 , 0x00 , 0x00 , 0x00 , 0x0F , 0x94 };
187 i f ( ! s e r i a lP o r t 3 . IsOpen )
188 {
189 MessageBox . Show( "Connect to s e r i a l port f i r s t " ) ;
190 return ;
191 }
192 s e r i a lP o r t 3 . Write ( start_msg_buffer , 0 , 14) ;
193 }
194 // Button 10 ( send custom msg) −− 3RD TAB
195 private void button10_Click ( ob j e c t sender , EventArgs e )
196 {
197 byte aux = 0 ;
198 try
199 {
200 byte [ ] custom_msg_buffer = new byte [ textBox4 . Text . Length / 2 ] ;
201 for ( int i = 0 , j = 0 ; i < textBox4 . Text . Length ; i += 2 , j += 1)
202 {
203 aux = Convert . ToByte ( textBox4 . Text [ i ] . ToString ( ) + textBox4 . Text [ i + 1 ] . ToString
( ) , 16) ;
204 custom_msg_buffer [ j ] = aux ;
205 //custom_msg_buffer [ i ]
206 }




211 MessageBox . Show( "Message should be in t h i s format : \ n [B5 ] [ 6 2 ] [CC] [ ID ] [ LL ] [ LL ] [ PP ] [ PP
] [CA] [CB] . \ nExample : B56201221400 . . . [ 2 0 bytes ] . . . 2 F3A" ) ;
212 }
213 // MessageBox .Show(custom_msg_buffer . Length . ToString () ) ;
214 // custom_msg_buffer [ ] textBox4 . Text
215 }
216 // Button 11 ( send cfg msg) −− 3RD TAB
217 private void button11_Click ( ob j e c t sender , EventArgs e )
218 {
219 i f ( ! s e r i a lP o r t 3 . IsOpen )
220 {
221 MessageBox . Show( "Connect to s e r i a l port f i r s t " ) ;
222 return ;
223 }
224 s e r i a lP o r t 3 . Write (msg_buffer , 0 , 11) ;
225 }
226 // Button 12 (backward) −− 7TH TAB
227 private void button12_Click ( ob j e c t sender , EventArgs e )
228 {
229 webBrowser1 . GoBack ( ) ;
230 }
231 // Button 13 ( forward ) −− 7TH TAB
232 private void button13_Click ( ob j e c t sender , EventArgs e )
233 {
234 webBrowser1 . GoForward ( ) ;
235 }
236 // Button 14 ( server ) −− 7TH TAB
237 private void button14_Click ( ob j e c t sender , EventArgs e )
238 {
239 webBrowser1 . Navigate ( de fau l t_server_address ) ;
240 }
241 // Button 15 ( connect ) −− 5TH TAB
242 private void button15_Click ( ob j e c t sender , EventArgs e )
243 {
244 i f ( s e r i a lP o r t 4 . IsOpen )
245 {
246 s e r i a lP o r t 4 . Close ( ) ;
247 button15 . Text = " connect " ;






253 s e r i a lP o r t 4 . Open ( ) ;
254 button15 . Text = " d i s connec t " ;
255 }
256 catch //(/*Exception otherProblem*/)
257 {
258 // Some error ocurred , maybe s e r i a l port already in use
259 MessageBox . Show( "Cannot open " + s e r i a lP o r t 4 . PortName + " , port may be in use . " ,




263 // Button 16 ( receive session ) −− 5TH TAB
264 private void button16_Click ( ob j e c t sender , EventArgs e )
265 {
266 i f ( backgroundWorker1 . IsBusy )
267 {









277 * COMBO BOX
278 *
279 */
280 // combo box 1 ( port number) i s changed
281 private void comboBox1_SelectedIndexChanged ( ob j e c t sender , EventArgs e )
282 {
283 s e r i a lP o r t 1 . PortName = comboBox1 . Text ;
284 }
285 private void comboBox2_SelectedIndexChanged ( ob j e c t sender , EventArgs e )
286 {
287 s e r i a lP o r t 1 . BaudRate = int . Parse ( comboBox2 . Text ) ;
288 }
289 // combo box 3 ( port number) i s changed −− 2ND TAB
290 private void comboBox3_SelectedIndexChanged ( ob j e c t sender , EventArgs e )
291 {
292 s e r i a lP o r t 2 . PortName = comboBox3 . Text ;
293 }
294 // combo box 4 ( baudrate ) i s changed −− 2ND TAB
295 private void comboBox4_SelectedIndexChanged ( ob j e c t sender , EventArgs e )
296 {
297 s e r i a lP o r t 2 . BaudRate = int . Parse ( comboBox4 . Text ) ;
298 }
299 // combo box 5 ( port number) i s changed −− 3RD TAB
300 private void comboBox5_SelectedIndexChanged ( ob j e c t sender , EventArgs e )
301 {
302 s e r i a lP o r t 3 . PortName = comboBox5 . Text ;
303 }
304 // combo box 6 ( baudrate ) i s changed −− 3RD TAB
305 private void comboBox6_SelectedIndexChanged ( ob j e c t sender , EventArgs e )
306 {
307 s e r i a lP o r t 3 . BaudRate = int . Parse ( comboBox6 . Text ) ;
308 }
309 // combo box 7 (msg to configure ) i s changed −− 3RD TAB
310 private void comboBox7_SelectedIndexChanged ( ob j e c t sender , EventArgs e )
311 {
312 //MessageBox .Show(comboBox3 . Items [ comboBox3 . SelectedIndex ] . ToString () ) ;




317 c l a s s e = 0x01 ;
318 id = 0x22 ;
319 textBox2 . Text = "01" ;
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324 {
325 c l a s s e = 0x01 ;
326 id = 0x01 ;
327 textBox2 . Text = "01" ;





333 c l a s s e = 0x01 ;
334 id = 0x02 ;
335 textBox2 . Text = "01" ;





341 c l a s s e = 0x01 ;
342 id = 0x06 ;
343 textBox2 . Text = "01" ;





349 c l a s s e = 0x01 ;
350 id = 0x30 ;
351 textBox2 . Text = "01" ;





357 c l a s s e = 0x01 ;
358 id = 0x03 ;
359 textBox2 . Text = "01" ;





365 c l a s s e = 0x0A ;
366 id = 0x02 ;
367 textBox2 . Text = "0A" ;





373 c l a s s e = 0x0A ;
374 id = 0x01 ;
375 textBox2 . Text = "0A" ;





381 c l a s s e = 0x0A ;
382 id = 0x08 ;
383 textBox2 . Text = "0A" ;





389 c l a s s e = 0x02 ;
390 id = 0x10 ;
391 textBox2 . Text = "02" ;








400 msg_buffer [ 0 ] = 0xB5 ;
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401 msg_buffer [ 1 ] = 0x62 ;
402 msg_buffer [ 2 ] = 0x06 ;
403 msg_buffer [ 3 ] = 0x01 ;
404 msg_buffer [ 4 ] = 0x03 ;
405 msg_buffer [ 5 ] = 0x00 ;
406 msg_buffer [ 6 ] = c l a s s e ;
407 msg_buffer [ 7 ] = id ;
408 msg_buffer [ 8 ] = ra t e ;
409 ck_a = 0 ;
410 ck_b = 0 ;
411 for ( int i = 2 ; i < 9 ; i++)
412 {
413 ck_a += msg_buffer [ i ] ;
414 ck_b += ck_a ;
415 }
416 msg_buffer [ 9 ] = ck_a ;
417 msg_buffer [ 1 0 ] = ck_b ;
418 i f ( ck_a . ToString ( "X" ) . Length == 2)
419 l abe l 20 . Text = ck_a . ToString ( "X" ) ;
420 else
421 l abe l 20 . Text = "0" + ck_a . ToString ( "X" ) ;
422 i f (ck_b . ToString ( "X" ) . Length == 2)
423 l abe l 21 . Text = ck_b . ToString ( "X" ) ;
424 else
425 l abe l 21 . Text = "0" + ck_b . ToString ( "X" ) ;
426 }
427 // combo box 8 ( port number) i s changed −− 5TH TAB
428 private void comboBox8_SelectedIndexChanged ( ob j e c t sender , EventArgs e )
429 {
430 s e r i a lP o r t 4 . PortName = comboBox8 . Text ;
431 }
432 // combo box 9 ( baudrate ) i s changed −− 5TH TAB
433 private void comboBox9_SelectedIndexChanged ( ob j e c t sender , EventArgs e )
434 {







442 // radio button 1 (ASCII) i s changed
443 private void radioButton1_CheckedChanged ( ob j e c t sender , EventArgs e )
444 {
445 i f ( radioButton1 . Checked )
446 {




451 // radio button 2 (HEX) i s changed
452 private void radioButton2_CheckedChanged ( ob j e c t sender , EventArgs e )
453 {
454 i f ( radioButton2 . Checked )
455 {
456 s e r i a lP o r t 1 . Encoding = System . Text . ASCIIEncoding .UTF8;
457 }
458 }
459 // radio button 3 (ASCII) i s changed −− 3RD TAB
460 private void radioButton3_CheckedChanged ( ob j e c t sender , EventArgs e )
461 {
462 i f ( radioButton3 . Checked )
463 {
464 s e r i a lP o r t 3 . Encoding = System . Text . ASCIIEncoding . ASCII ;
465 }
466 }
467 // radio button 4 (HEX) i s changed −− 3RD TAB
468 private void radioButton4_CheckedChanged ( ob j e c t sender , EventArgs e )
469 {
470 i f ( radioButton4 . Checked )
471 {





477 * SERIAL PORTS
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478 *
479 */
480 // Ser ia l Port 1 receiv ing data
481 private void ser ia lPort1_DataRece ived ( ob j e c t sender , System . IO . Ports .
Ser ia lDataReceivedEventArgs e )
482 {
483 byte ch1 = 0 ;
484 i f ( radioButton1 . Checked )
485 richTextBox1 . AppendText ( s e r i a lP o r t 1 . ReadExist ing ( ) ) ;
486 else
487 {
488 ch1 = ( byte ) s e r i a lP o r t 1 . ReadByte ( ) ;
489 i f ( ch1 . ToString ( "X" ) . Length != 2)
490 richTextBox1 . AppendText ( " [ 0 " + ch1 . ToString ( "X" ) + " ] " ) ;
491 else
492 richTextBox1 . AppendText ( " [ " + ch1 . ToString ( "X" ) + " ] " ) ;
493 }
494 }
495 // Ser ia l Port 2 receiv ing data −− 2ND TAB
496 private void ser ia lPort2_DataRece ived ( ob j e c t sender , System . IO . Ports .
Ser ia lDataReceivedEventArgs e )
497 {
498 byte ch1 = 0 , ch2 = 0 ;
499 int i = 0 ;
500 s t r i n g message_buffer_str ing = nu l l ;
501 byte [ ] time_tag = new byte [ 4 ] ;
502 byte [ ] num_wheel_ticks = new byte [ 4 ] ;
503 s t r i n g time_tag_string = nu l l ;
504 s t r i n g num_wheel_ticks_string = nu l l ;
505 u int time_tag_int = 0 ;
506 u int num_wheel_ticks_int = 0 ;
507 ch1 = ( byte ) s e r i a lP o r t 2 . ReadByte ( ) ;
508 i f ( ch1 == 0xEA)
509 {
510 ch2 = ( byte ) s e r i a lP o r t 2 . ReadByte ( ) ;
511 i f ( ch2 == 0xCC)
512 {
513 message_buffer [ 0 ] = 0xEA;
514 message_buffer [ 1 ] = 0xCC;
515 for ( i = 2 ; i < 13 ; i += 1)
516 {
517 message_buffer [ i ] = ( byte ) s e r i a lP o r t 2 . ReadByte ( ) ;
518 }
519 }
520 for ( i = 0 ; i < 13 ; i += 1)
521 {
522 i f ( message_buffer [ i ] . ToString ( "X" ) . Length != 2)
523 message_buffer_str ing = message_buffer_str ing + " [0 " + message_buffer [ i ] .
ToString ( "X" ) + " ] " ;
524 else
525 message_buffer_str ing = message_buffer_str ing + " [ " + message_buffer [ i ] .
ToString ( "X" ) + " ] " ;
526 }
527 richTextBox2 . AppendText ( line_number . ToString ( ) + " : \ t " + message_buffer_str ing + "\n
" ) ;
528 // Get time tag and wheel t i c k s number from message got from ser i a l port
529 for ( i = 0 ; i < 4 ; i += 1)
530 {
531 num_wheel_ticks [ i ] = message_buffer [ i + 4 ] ;
532 time_tag [ i ] = message_buffer [ i + 8 ] ;
533 }
534 // Convert time tag to a hexadecimal s tr ing
535 for ( i = 0 ; i < 4 ; i += 1)
536 {
537 i f ( time_tag [ i ] . ToString ( "X" ) . Length != 2)
538 time_tag_string = time_tag_string + "0" + time_tag [ i ] . ToString ( "X" ) ;
539 else
540 time_tag_string = time_tag_string + time_tag [ i ] . ToString ( "X" ) ;
541 i f ( num_wheel_ticks [ i ] . ToString ( "X" ) . Length != 2)
542 num_wheel_ticks_string = num_wheel_ticks_string + "0" + num_wheel_ticks [ i ] .
ToString ( "X" ) ;
543 else
544 num_wheel_ticks_string = num_wheel_ticks_string + num_wheel_ticks [ i ] .
ToString ( "X" ) ;
545 }
546 // Convert time tag s tr ing to uint
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547 time_tag_int = uint . Parse ( time_tag_string , System . G loba l i z a t i on . NumberStyles .
A l lowHexSpec i f i e r ) ;
548 num_wheel_ticks_int = uint . Parse ( num_wheel_ticks_string , System . G loba l i z a t i on .
NumberStyles . A l lowHexSpec i f i e r ) ;
549 old_time_tag = new_time_tag ;
550 new_time_tag = time_tag_int ;
551 // Print tag time str ing into richtextbox6
552 richTextBox3 . AppendText ( line_number . ToString ( ) + " : \ t " + time_tag_int . ToString ( ) + "
\ t " + (new_time_tag − old_time_tag ) . ToString ( ) + "\n" ) ;
553 //average_diff_time_tag = new_time_tag − old_time_tag ;
554 average_diff_time_tag = ( average_diff_time_tag + (double ) ( new_time_tag −
old_time_tag ) ) / 2 . 0 ;
555 l ab e l 9 . Text = average_diff_time_tag . ToString ( " f5 "/* , format . NumberDecimalDigits*/ ) ;
556 line_number += 1 ;
557 }
558 }
559 // Ser ia l Port 3 receiv ing data −− 3ND TAB
560 private void ser ia lPort3_DataRece ived ( ob j e c t sender , System . IO . Ports .
Ser ia lDataReceivedEventArgs e )
561 {
562 int byte_read = 0 ;
563 s t r i n g converted_byte ;
564 try
565 {
566 while ( s e r i a lP o r t 3 . BytesToRead != 0 && s e r i a lPo r t 3 . IsOpen )
567 {
568 byte_read = s e r i a lP o r t 3 . ReadByte ( ) ;
569 i f ( radioButton3 . Checked )
570 {




575 converted_byte = Convert . ToInt16 ( byte_read ) . ToString ( "X" ) ;
576 i f ( converted_byte . Length == 2)
577 {















593 * NUMERIC UP_DOWN
594 *
595 */
596 // Numeric UpDown 1 ( rate ) changed −− 3ND TAB
597 private void numericUpDown1_ValueChanged ( ob j e c t sender , EventArgs e )
598 {
599 i f ( Convert . ToInt32 (numericUpDown1 . Value ) > 255)
600 {
601 numericUpDown1 . Value = 255 ;
602 }
603 ra t e = Convert . ToByte (numericUpDown1 . Value ) ;
604 i f ( ra t e . ToString ( "X" ) . Length == 2)
605 {




610 textBox5 . Text = "0" + rate . ToString ( "X" ) ;
611 }
612 msg_buffer [ 0 ] = 0xB5 ;
613 msg_buffer [ 1 ] = 0x62 ;
614 msg_buffer [ 2 ] = 0x06 ;
615 msg_buffer [ 3 ] = 0x01 ;
616 msg_buffer [ 4 ] = 0x03 ;
617 msg_buffer [ 5 ] = 0x00 ;
618 msg_buffer [ 6 ] = c l a s s e ;
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619 msg_buffer [ 7 ] = id ;
620 msg_buffer [ 8 ] = ra t e ;
621 ck_a = 0 ;
622 ck_b = 0 ;
623 for ( int i = 2 ; i < 9 ; i++)
624 {
625 ck_a += msg_buffer [ i ] ;
626 ck_b += ck_a ;
627 }
628 msg_buffer [ 9 ] = ck_a ;
629 msg_buffer [ 1 0 ] = ck_b ;
630 i f ( ck_a . ToString ( "X" ) . Length == 2)
631 l abe l 20 . Text = ck_a . ToString ( "X" ) ;
632 else
633 l abe l 20 . Text = "0" + ck_a . ToString ( "X" ) ;
634 i f (ck_b . ToString ( "X" ) . Length == 2)
635 l abe l 21 . Text = ck_b . ToString ( "X" ) ;
636 else





642 * TEXT BOXES
643 *
644 */
645 private void textBox6_KeyPress ( ob j e c t sender , KeyPressEventArgs e )
646 {
647 i f ( e . KeyChar == 13)
648 {











660 private void backgroundWorker1_DoWork ( ob j e c t sender , DoWorkEventArgs e )
661 {
662 i f ( ! s e r i a lP o r t 4 . IsOpen )
663 {
664 MessageBox . Show( "Not connected to any COM. . . P lease p r e s s connect " ) ;
665 return ;
666 }
667 byte [ ] byte_buffer ;
668 byte_buffer = new byte [ 1 ] ;
669 //richTextBox1 . Text = "";
670 // seria lPort1 . ReadExisting () ; // l e i tu ra de todos os bytes em espera
671 //richTextBox1 .AppendText("Sending character 'P ' . . . \n") ;
672 byte_buffer [ 0 ] = 80 ; // l e t ra P
673 s e r i a lP o r t 4 . Write ( byte_buffer , 0 , 1) ;
674 while ( s e r i a lP o r t 4 . BytesToRead < 79)
675 ;
676 s e r i a lP o r t 4 . ReadExist ing ( ) ;
677 // richTextBox2 .AppendText () ;
678 // MessageBox .Show("After reading a l l bytes there are " + seria lPort1 .
BytesToRead + " bytes ready to be read . . . \ n") ;
679 //richTextBox1 .AppendText("Sending character 'X ' . . . \n") ;
680 byte_buffer [ 0 ] = 88 ; // l e t ra X
681 s e r i a lP o r t 4 . Write ( byte_buffer , 0 , 1) ;
682 while ( s e r i a lP o r t 4 . BytesToRead < 4)
683 ;
684 s e r i a lP o r t 4 . ReadExist ing ( ) ;
685 // MessageBox .Show("After reading a l l bytes there are " + seria lPort1 .
BytesToRead + " bytes ready to be read . . . \ n") ;
686 // Here I send the session number to ECU
687 byte [ ] s e s s ao = new byte [ 6 ] ;
688 for ( int i = 0 ; i <= textBox7 . Text . Length ; ++i )
689 {
690 i f ( i < textBox7 . Text . Length )
691 s e s s ao [ 0 ] = Convert . ToByte ( textBox7 . Text [ i ] ) ;
692 else
693 s e s sao [ 0 ] = 13 ;
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694 s e r i a lP o r t 4 . Write ( sessao , 0 , 1) ;
695 while ( s e r i a lP o r t 4 . BytesToRead < 6)
696 ;
697 s e r i a lP o r t 4 . Read ( sessao , 0 , 6) ;
698 }
699 MessageBox . Show( "Press OK to s t a r t t ransmi s s i on ! " ) ;
700 /*
701 while ( seria lPort1 .BytesToRead < 88)
702 ;
703 */
704 s e r i a lP o r t 4 . ReadExist ing ( ) ;
705 //richTextBox1 .AppendText () ;
706 s e s sao [ 0 ] = 13 ;
707 s e r i a lP o r t 4 . Write ( sessao , 0 , 1) ; // th i s i s an answer to "Prima uma tec la para continuar
. . . "
708 // receive 8 bytes (4 + 4) that contain s tar t sector and end sector
709 byte [ ] s tart_end_sectors = new byte [ 8 ] ;
710 byte [ ] s t a r t_sec to r = new byte [ 4 ] ;
711 byte [ ] end_sector = new byte [ 4 ] ;
712 while ( s e r i a lP o r t 4 . BytesToRead < 8)
713 ;
714 s e r i a lP o r t 4 . Read ( start_end_sectors , 0 , 8) ;
715 s ta r t_sec to r [ 0 ] = start_end_sectors [ 3 ] ;
716 s ta r t_sec to r [ 1 ] = start_end_sectors [ 2 ] ;
717 s ta r t_sec to r [ 2 ] = start_end_sectors [ 1 ] ;
718 s ta r t_sec to r [ 3 ] = start_end_sectors [ 0 ] ;
719 end_sector [ 0 ] = start_end_sectors [ 7 ] ;
720 end_sector [ 1 ] = start_end_sectors [ 6 ] ;
721 end_sector [ 2 ] = start_end_sectors [ 5 ] ;
722 end_sector [ 3 ] = start_end_sectors [ 4 ] ;
723 i f ( BitConverter . I sL i t t l eEnd i an )
724 {
725 Array . Reverse ( s t a r t_sec to r ) ;
726 Array . Reverse ( end_sector ) ;
727 }
728 UInt32 start_sector_uint , end_sector_uint ;
729 start_sector_uint = System . BitConverter . ToUInt32 ( s tar t_sector , 0) ;
730 end_sector_uint = System . BitConverter . ToUInt32 ( end_sector , 0) ;
731 // MessageBox .Show("So far . . . so good . . . " + start_sector_uint . ToString () + "
" + end_sector_uint . ToString () ) ;
732 byte [ ] sector_ok = new byte [ 1 ] ;
733 byte [ ] s e c to r_er ro r = new byte [ 1 ] ;
734 sector_ok [ 0 ] = 48 ; // '0 ' (0x30)
735 sec to r_er ro r [ 0 ] = 50 ; // something d i f f e r en t from '0 ' (0x30)
736 byte [ ] sector_data = new byte [ 5 1 2 ] ;
737 byte [ ] check_a = new byte [ 1 ] ;
738 byte [ ] check_b = new byte [ 1 ] ;
739 byte ck_a = 0 , ck_b = 0 ;
740 MessageBox . Show( "Transmiss ion i s s t a r t i n g . . . " ) ;
741 // output binary f i l e
742 System . IO . Fi leStream f s = System . IO . F i l e . Create ( "output . bin " ) ;
743 System . IO . BinaryWriter bw = new System . IO . BinaryWriter ( f s ) ;
744 // Progress Bar
745 too lS t r ipProg re s sBar1 .Minimum = ( int ) s tar t_sector_uint ;
746 too lS t r ipProg re s sBar1 .Maximum = ( int ) end_sector_uint ;
747 too lS t r ipProg re s sBar1 . Step = 1 ;
748 too lS t r ipProg re s sBar1 . Value = too lS t r ipProg re s sBar1 .Minimum ;
749 for ( UInt32 sec = start_sector_uint ; s ec <= end_sector_uint ; ++sec )
750 {
751 // richTextBox1 .AppendText("\nSector no . " + sec . ToString () + "\n") ;
752 // MessageBox .Show("Sector num: " + sec . ToString () ) ;
753 while ( s e r i a lP o r t 4 . BytesToRead < 514)
754 ;
755 s e r i a lP o r t 4 . Read ( sector_data , 0 , 512) ;
756 s e r i a lP o r t 4 . Read ( check_a , 0 , 1) ;
757 s e r i a lP o r t 4 . Read ( check_b , 0 , 1) ;
758 i f ( s e r i a lP o r t 4 . BytesToRead > 0)
759 MessageBox . Show( "Erro , s e c t o r com bytes a mais . . . " ) ;
760 ck_a = 0 ;
761 ck_b = 0 ;
762 for ( int j = 0 ; j < 512 ; ++j )
763 {
764 ck_a = ( byte ) ( ck_a + sector_data [ j ] ) ;
765 ck_b = ( byte ) (ck_b + ck_a) ;
766 }
767 i f ( ck_a == check_a [ 0 ] && ck_b == check_b [ 0 ] )
768 {
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769 bw. Write ( sector_data ) ;
770 // MessageBox .Show("Boa") ;
771 s e r i a lP o r t 4 . Write ( sector_ok , 0 , 1) ;




776 // MessageBox .Show("Error : receiv ing sector again . . . " ) ;
777 −−sec ;
778 s e r i a lP o r t 4 . Write ( sector_error , 0 , 1) ;
779 }
780 }
781 bw. Close ( ) ;
782 f s . Close ( ) ;






Efectuada a recolha da informação dos sensores para o sistema de armazenamento, e
posteriormente a recepção da informação para o PC através do software de apoio des-
crito anteriormente, é necessário extrair a informação referente a cada um dos sensores
e a construção de uma estrutura de dados que permita facilmente o processamento da
informação. Assim criou-se uma função em MATLAB que desempenha esse papel.
B.1 NavSysParser
1 function navsys_parser ( f i le_name )
2 %
3 %
4 % navsys_parser ( file_name )
5 %
6 % parses ECU binary output f i l e s and bui lds a data structure with
7 % use fu l l information to determine ECU connected sensores behaviour
8 %
9 % file_name i s the name of the ECU output f i l e
10 %
11 % note : a f t er using th i s function use load ( ' navsys_parser ' ) to get
12 % the data structure
13 %
14 t ic
15 b in_f i l e_id = fopen ( f i le_name ) ;
16 fpr int f ( ' Reading f i l e . . . \ n ' ) ;
17 bin_f i le_data = fread ( b in_f i le_id , ' u int8 ' ) ;
18 num_of_blocks = length ( bin_f i le_data ) / 128 ;
19 fpr int f ( ' F i l e read ! \ n ' ) ;
20 % ' blocks ' var iab le contains a l l 128 bytes b locks from the f i l e
21 b locks = zeros (128 , num_of_blocks ) ;
22 fpr int f ( ' S p l i t t i n g in to 128 bytes b locks . . . \ n ' ) ;
23 for i = 1 : num_of_blocks ,
24 b locks (1 : 128 , i ) = bin_fi le_data (1+(( i −1)*128) :128+(( i −1)*128) ) ;
25 end
26 blocks_aux = blocks ;
27 fpr int f ( 'End o f s p l i t t i n g ! \ n ' ) ;
28 fpr int f ( ' S p l i t t i n g b locks in to blocksA , blocksB , blocksC and blocksD\n ' ) ;
29 num_A_blocks = 0 ;
30 num_B_blocks = 0 ;
31 num_C_blocks = 0 ;
32 num_D_blocks = 0 ;
33 for i = 1 : num_of_blocks ,
34 i f b locks (1 , i ) == 'A ' ,
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35 num_A_blocks = num_A_blocks + 1 ;
36 end
37 i f b locks (1 , i ) == 'B ' ,
38 num_B_blocks = num_B_blocks + 1 ;
39 end
40 i f b locks (1 , i ) == 'C ' ,
41 num_C_blocks = num_C_blocks + 1 ;
42 end
43 i f b locks (1 , i ) == 'D' ,
44 num_D_blocks = num_D_blocks + 1 ;
45 end
46 end
47 blocksA = uint8 ( zeros (128 , num_A_blocks) ) ;
48 blocksB = uint8 ( zeros (128 , num_B_blocks ) ) ;
49 blocksC = uint8 ( zeros (128 , num_C_blocks ) ) ;
50 blocksD = uint8 ( zeros (128 , num_D_blocks) ) ;
51 sectorA = 1 ;
52 sectorB = 1 ;
53 sectorC = 1 ;
54 sectorD = 1 ;
55 for i = 1 : num_of_blocks ,
56 i f b locks (1 , i ) == 'A ' ,
57 blocksA ( : , sectorA ) = blocks ( : , i ) ;
58 sectorA = sectorA + 1 ;
59 end
60 i f b locks (1 , i ) == 'B ' ,
61 blocksB ( : , sectorB ) = blocks ( : , i ) ;
62 sectorB = sectorB + 1 ;
63 end
64 i f b locks (1 , i ) == 'C ' ,
65 blocksC ( : , sectorC ) = blocks ( : , i ) ;
66 sectorC = sectorC + 1 ;
67 end
68 i f b locks (1 , i ) == 'D' ,
69 blocksD ( : , sectorD ) = blocks ( : , i ) ;
70 sectorD = sectorD + 1 ;
71 end
72 end
73 fpr int f ( ' Sensors A, B, C, D 128 bytes b locks SUCCESSFULLY s p l i t ! \ n ' ) ;
74 % Converting a l l sensor A blocks into only one vector (without 'A' character )
75 fpr int f ( ' Converting sensor A blocks in to only one vector . . . \ n ' ) ;
76 blocksA_size = s ize ( blocksA ) ;
77 blocksA_n_lines = blocksA_size (1) ;
78 blocksA_n_colum = blocksA_size (2) ;
79 SensorA_messages = uint8 ( zeros ( blocksA_n_colum *127 , 1) ) ;
80 for i = 0 : blocksA_n_colum−1,
81 SensorA_messages ( i *127+1: i *127+127 , 1) = blocksA ( 2 : end , i +1) ;
82 end
83 fpr int f ( ' Sensor A converted ! \ n ' ) ;
84 % Converting a l l sensor B blocks into only one vector (without 'B' character )
85 fpr int f ( ' Converting sensor B blocks in to only one vector . . . \ n ' ) ;
86 blocksB_size = s ize ( blocksB ) ;
87 blocksB_n_lines = blocksB_size (1 ) ;
88 blocksB_n_colum = blocksB_size (2) ;
89 SensorB_messages = uint8 ( zeros ( blocksB_n_colum *127 , 1) ) ;
90 for i = 0 : blocksB_n_colum−1,
91 SensorB_messages ( i *127+1: i *127+127 , 1) = blocksB ( 2 : end , i +1) ;
92 end
93 fpr int f ( ' Sensor B converted ! \ n ' ) ;
94 % Converting a l l sensor C blocks into only one vector (without 'C' character )
95 fpr int f ( ' Converting sensor C blocks in to only one vector . . . \ n ' ) ;
96 blocksC_size = s ize ( blocksC ) ;
97 blocksC_n_lines = blocksC_size (1 ) ;
98 blocksC_n_colum = blocksC_size (2) ;
99 SensorC_messages = uint8 ( zeros ( blocksC_n_colum *127 , 1) ) ;
100 for i = 0 : blocksC_n_colum−1,
101 SensorC_messages ( i *127+1: i *127+127 , 1) = blocksC ( 2 : end , i +1) ;
102 end
103 fpr int f ( ' Sensor C converted ! \ n ' ) ;
104 % Converting a l l sensor D blocks into only one vector (without 'D' character )
105 fpr int f ( ' Converting sensor D blocks in to only one vector . . . \ n ' ) ;
106 blocksD_size = s ize ( blocksD ) ;
107 blocksD_n_lines = blocksD_size (1) ;
108 blocksD_n_colum = blocksD_size (2) ;
109 SensorD_messages = uint8 ( zeros ( blocksD_n_colum *127 , 1) ) ;
110 for i = 0 : blocksD_n_colum−1,
111 SensorD_messages ( i *127+1: i *127+127 , 1) = blocksD ( 2 : end , i +1) ;
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112 end
113 fpr int f ( ' Sensor D converted ! \ n ' ) ;
114 % Now, these messages w i l l be parsed in order to get the information from
115 % each sensor
116 % Reading a l l messages from Odometer
117 fpr int f ( 'ODOMETER MESSAGES\n ' ) ;
118 sync1 = uint8 (0) ;
119 sync2 = uint8 (0) ;
120 msg_type = uint8 (0) ;
121 l en = uint8 (0) ;
122 wheel3 = uint8 (0) ;
123 wheel2 = uint8 (0) ;
124 wheel1 = uint8 (0) ;
125 wheel0 = uint8 (0) ;
126 time3 = uint8 (0) ;
127 time2 = uint8 (0) ;
128 time1 = uint8 (0) ;
129 time0 = uint8 (0) ;
130 wheel_ticks = uint32 (0) ;
131 time_tag = uint32 (0) ;
132 num_of_time_tags = 0 ;
133 header = [ sync1 sync2 msg_type l en ] ;
134 odometer_header = [234 204 5 8 ] ;
135 fpr int f ( ' Counting the number o f odometer messages s to red in the bin f i l e . . . \ n ' ) ;
136 for i =1: length ( SensorA_messages )
137 sync1 = sync2 ;
138 sync2 = msg_type ;
139 msg_type = len ;
140 l en = wheel3 ;
141 wheel3 = wheel2 ;
142 wheel2 = wheel1 ;
143 wheel1 = wheel0 ;
144 wheel0 = time3 ;
145 time3 = time2 ;
146 time2 = time1 ;
147 time1 = time0 ;
148 time0 = SensorA_messages ( i ) ;
149 header = [ sync1 sync2 msg_type l en ] ;
150 i f header == odometer_header ,
151 num_of_time_tags = num_of_time_tags + 1 ;
152 end
153 end
154 time_tag_index = 0 ;
155 odometer_time_tags_vector = uint32 ( zeros (1 , num_of_time_tags ) ) ;
156 odometer_time_tag_dif ferences_vector = uint32 ( zeros (1 , num_of_time_tags ) ) ;
157 odometer_wheel_ticks_vector = uint32 ( zeros (1 , num_of_time_tags ) ) ;
158 fpr int f ( ' S tor ing those messages . . . \ n ' ) ;
159 for i =1: length ( SensorA_messages )
160 sync1 = sync2 ;
161 sync2 = msg_type ;
162 msg_type = len ;
163 l en = wheel3 ;
164 wheel3 = wheel2 ;
165 wheel2 = wheel1 ;
166 wheel1 = wheel0 ;
167 wheel0 = time3 ;
168 time3 = time2 ;
169 time2 = time1 ;
170 time1 = time0 ;
171 time0 = SensorA_messages ( i ) ;
172 header = [ sync1 sync2 msg_type l en ] ;
173 i f header == odometer_header ,
174 time_tag_index = time_tag_index + 1 ;
175 time_tag = b i t s h i f t ( u int32 ( time3 ) , 24) + b i t s h i f t ( u int32 ( time2 ) , 16) + b i t s h i f t ( u int32 ( time1
) , 8) + uint32 ( time0 ) ;
176 wheel_ticks = b i t s h i f t ( u int32 ( wheel3 ) , 24) + b i t s h i f t ( u int32 ( wheel2 ) , 16) + b i t s h i f t ( u int32 (
wheel1 ) , 8) + uint32 ( wheel0 ) ;
177 odometer_time_tags_vector ( time_tag_index ) = time_tag ;
178 odometer_wheel_ticks_vector ( time_tag_index ) = wheel_ticks ;
179 i f time_tag_index > 1 ,
180 odometer_time_tag_dif ferences_vector ( time_tag_index ) = odometer_time_tags_vector (




184 %odometer_messages = cat (2 , odometer_wheel_ticks_vector ' , odometer_time_tags_vector ' ) ;
185 % Reading a l l NAV CLOCK and POSECEF messages from GPS D
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186 fpr int f ( 'GPS D:\ n ' ) ;
187 fpr int f ( 'NAV CLOCK, POSECEF and VELECEF MESSAGES\n ' ) ;
188 sync1 = uint8 (0) ;
189 sync2 = uint8 (0) ;
190 c l a s s = uint8 (0) ;
191 id = uint8 (0) ;
192 len1 = uint8 (0) ;
193 len2 = uint8 (0) ;
194 ITOW0 = uint8 (0) ;
195 ITOW1 = uint8 (0) ;
196 ITOW2 = uint8 (0) ;
197 ITOW3 = uint8 (0) ;
198 ECEF_X0 = uint8 (0) ;
199 ECEF_X1 = uint8 (0) ;
200 ECEF_X2 = uint8 (0) ;
201 ECEF_X3 = uint8 (0) ;
202 ECEF_Y0 = uint8 (0) ;
203 ECEF_Y1 = uint8 (0) ;
204 ECEF_Y2 = uint8 (0) ;
205 ECEF_Y3 = uint8 (0) ;
206 ECEF_Z0 = uint8 (0) ;
207 ECEF_Z1 = uint8 (0) ;
208 ECEF_Z2 = uint8 (0) ;
209 ECEF_Z3 = uint8 (0) ;
210 GPSD_NavClock = uint32 (0) ;
211 GPSD_NavPosEcef_X = int32 (0) ;
212 GPSD_NavPosEcef_Y = int32 (0) ;
213 GPSD_NavPosEcef_Z = int32 (0) ;
214 GPSD_NavPosEcef_TIME = uint32 (0) ;
215 GPSD_NavVelEcef_X = int32 (0) ;
216 GPSD_NavVelEcef_Y = int32 (0) ;
217 GPSD_NavVelEcef_Z = int32 (0) ;
218 GPSD_NavVelEcef_TIME = uint32 (0) ;
219 header = [ sync1 sync2 c l a s s id l en1 len2 ] ;
220 nav_clock_header = [181 98 1 34 20 0 ] ;
221 nav_posecef_header = [181 98 1 1 20 0 ] ;
222 nav_velecef_header = [181 98 1 17 20 0 ] ;
223 SensorD_nav_clock_counter = 0 ;
224 SensorD_nav_posecef_counter = 0 ;
225 SensorD_nav_velecef_counter = 0 ;
226 l a t i t u d e =0;
227 long i tude =0;
228 planimetr icX = 0 ;
229 planimetr icY = 0 ;
230 for i =1: length ( SensorD_messages )
231 sync1 = sync2 ;
232 sync2 = c l a s s ;
233 c l a s s = id ;
234 id = len1 ;
235 len1 = len2 ;
236 len2 = ITOW0;
237 ITOW0 = ITOW1;
238 ITOW1 = ITOW2;
239 ITOW2 = ITOW3;
240 ITOW3 = ECEF_X0;
241 ECEF_X0 = ECEF_X1;
242 ECEF_X1 = ECEF_X2;
243 ECEF_X2 = ECEF_X3;
244 ECEF_X3 = ECEF_Y0;
245 ECEF_Y0 = ECEF_Y1;
246 ECEF_Y1 = ECEF_Y2;
247 ECEF_Y2 = ECEF_Y3;
248 ECEF_Y3 = ECEF_Z0;
249 ECEF_Z0 = ECEF_Z1;
250 ECEF_Z1 = ECEF_Z2;
251 ECEF_Z2 = ECEF_Z3;
252 ECEF_Z3 = SensorD_messages ( i ) ;
253 header = [ sync1 sync2 c l a s s id len1 len2 ] ;
254 i f header == nav_clock_header ,
255 SensorD_nav_clock_counter = SensorD_nav_clock_counter + 1 ;
256 GPSD_NavClock( SensorD_nav_clock_counter ) = b i t s h i f t ( u int32 (ITOW3) , 24) + b i t s h i f t ( u int32 (
ITOW2) , 16) + b i t s h i f t ( u int32 (ITOW1) , 8) + uint32 (ITOW0) ;
257 end
258 i f header == nav_posecef_header ,
259 SensorD_nav_posecef_counter = SensorD_nav_posecef_counter + 1 ;
260 % warning : typecast function comes with the l a t e s t versions of MATLAB only
261 % A similar function can be downloaded from the fo l lowing website :
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262 % http ://www.mathworks .com/MATLABcentral/ f i leexchange/ loadFi le . do?objectId=17476&objectType=
FILE
263 % f i r s t param is put in l i t t l e endian ( th i s depends on the system is being used )
264 GPSD_NavPosEcef_X( SensorD_nav_posecef_counter ) = typecas t ( [ECEF_X0 ECEF_X1 ECEF_X2 ECEF_X3] ,
' in t32 ' ) ;
265 GPSD_NavPosEcef_Y( SensorD_nav_posecef_counter ) = typecas t ( [ECEF_Y0 ECEF_Y1 ECEF_Y2 ECEF_Y3] ,
' in t32 ' ) ;
266 GPSD_NavPosEcef_Z( SensorD_nav_posecef_counter ) = typecas t ( [ECEF_Z0 ECEF_Z1 ECEF_Z2 ECEF_Z3] ,
' in t32 ' ) ;
267 GPSD_NavPosEcef_TIME( SensorD_nav_posecef_counter ) = b i t s h i f t ( u int32 (ITOW3) , 24) + b i t s h i f t (
u int32 (ITOW2) , 16) + b i t s h i f t ( u int32 (ITOW1) , 8) + uint32 (ITOW0) ;
268 % [ lat , long , height ]=ecef_l lh ( cast (GPSD_NavPosEcef_X(SensorD_nav_posecef_counter)/100 , ' double
' ) , cast (GPSD_NavPosEcef_Y(SensorD_nav_posecef_counter)/100 , ' double ' ) , cast (GPSD_NavPosEcef_Z(
SensorD_nav_posecef_counter)/100 , ' double ' ) ) ;
269 [ la t , long , he ight ]= ec e f_ l l h ( ca s t (GPSD_NavPosEcef_X( SensorD_nav_posecef_counter ) , ' double ' )
/100 .0 , ca s t (GPSD_NavPosEcef_Y( SensorD_nav_posecef_counter ) , ' double ' ) /100 .0 , ca s t (
GPSD_NavPosEcef_Z( SensorD_nav_posecef_counter ) , ' double ' ) /100 .0 ) ;
270 l a t i t u d e ( SensorD_nav_posecef_counter ) = l a t ;
271 long i tude ( SensorD_nav_posecef_counter ) = long ;
272 [ p lanimetr icX ( SensorD_nav_posecef_counter ) , p lanimetr icY ( SensorD_nav_posecef_counter ) ] =
llh_to_d73 ( lat , long ) ;
273 end
274 i f header == nav_velecef_header ,
275 SensorD_nav_velecef_counter = SensorD_nav_velecef_counter + 1 ;
276 % warning : typecast function comes with the l a t e s t versions of MATLAB only
277 % A similar function can be downloaded from the fo l lowing website :
278 % http ://www.mathworks .com/MATLABcentral/ f i leexchange/ loadFi le . do?objectId=17476&objectType=
FILE
279 % f i r s t param is put in l i t t l e endian ( th i s depends on the system is being used )
280 GPSD_NavVelEcef_X( SensorD_nav_velecef_counter ) = typecas t ( [ECEF_X0 ECEF_X1 ECEF_X2 ECEF_X3] ,
' in t32 ' ) ;
281 GPSD_NavVelEcef_Y( SensorD_nav_velecef_counter ) = typecas t ( [ECEF_Y0 ECEF_Y1 ECEF_Y2 ECEF_Y3] ,
' in t32 ' ) ;
282 GPSD_NavVelEcef_Z( SensorD_nav_velecef_counter ) = typecas t ( [ECEF_Z0 ECEF_Z1 ECEF_Z2 ECEF_Z3] ,
' in t32 ' ) ;
283 GPSD_NavVelEcef_TIME( SensorD_nav_velecef_counter ) = b i t s h i f t ( u int32 (ITOW3) , 24) + b i t s h i f t (
u int32 (ITOW2) , 16) + b i t s h i f t ( u int32 (ITOW1) , 8) + uint32 (ITOW0) ;
284 end
285 end
286 % Writing to a f i l e the l a t i t ude s and longitudes , so that the points can be
287 % visua l i zed in a map ( for instance , Google maps)
288 l a t l ng_ f i d = fopen ( [ f i le_name ' . txt ' ] , 'w ' ) ;
289 for i = 1 : SensorD_nav_posecef_counter ,
290 i f i == SensorD_nav_posecef_counter ,
291 fpr int f ( l a t lng_f id , ' %20.18 f %20.18 f ' , l a t i t u d e ( i ) , l ong i tude ( i ) ) ;
292 else
293 fpr int f ( l a t lng_f id , ' %20.18 f %20.18 f \n ' , l a t i t u d e ( i ) , l ong i tude ( i ) ) ;
294 end
295 end




300 fc lose ( b in_f i l e_id ) ;
301 save ( ' split_into_GPS ' ) ;
302 toc
Apêndice C
Simulação  Filtro de Kalman
No capítulo 5 analisaram-se os resultados de uma simulação com base em filtro de
Kalman. Neste apêndice apresenta-se o código das rotinas criadas em ambiente MATLAB
para gerar a simulação.
C.1 KalmanPredictor
1 function [ Xout , Pout ] = kalman_predictor (F , X, G, U, Q, P)
2 %
3 % Prediction phase of the kalman f i l t e r algorithm
4 % [ X, P ] = kalman_predictor ( F, X, G, U, Q, P )
5 %
6 F_size = s ize (F) ;
7 i f F_size (1) ~= F_size (2) ,
8 error ( ' Error : F should be a square matrix (nxn ) ! ' )
9 end
10 X_size = s ize (X) ;
11 i f X_size (1 ) ~= F_size (1) ,
12 error ( ' Error : the number o f rows o f X should be the same number o f rows o f F (n) ! ' )
13 end
14 i f X_size (2 ) ~= 1 ,
15 error ( ' Error : X should be a column vector ( nx1 ) ! ' )
16 end
17 U_size = s ize (U) ;
18 i f U_size (2 ) ~= 1 ,
19 error ( ' Error : U should be a column vector ( lx1 ) ! ' )
20 end
21 G_size = s ize (G) ;
22 i f G_size (1 ) ~= F_size (1) ,
23 error ( ' Error : G and F should have the same number o f rows (n) ! ' )
24 end
25 i f G_size (2 ) ~= U_size (1 ) ,
26 error ( ' Error : the number o f columns o f G should be the same number o f rows o f U ( l ) ! ' )
27 end
28 Q_size = s ize (Q) ;
29 i f Q_size (1) ~= Q_size (2 ) ,
30 error ( ' Error : Q should be a square matrix (nxn ) ! ' )
31 end
32 i f Q_size (1) ~= F_size (1 ) ,
33 error ( ' Error : Q and F should have the same s i z e ( nxn ) ! ' )
34 end
35 P_size = s ize (P) ;
36 i f P_size (1) ~= P_size (2) ,
37 error ( ' Error : P should be a square matrix (nxn ) ! ' )
38 end
39 i f P_size (1) ~= F_size (2 ) ,
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40 error ( ' Error : P and F should have the same s i z e ( nxn ) ! ' )
41 end
42 Xout = F*X + G*U;
43 Pout = F*P*F' + Q;
C.2 KalmanCorrector
1 function [ Xout , Pout ] = kalman_corrector (Z , H, X, R, P)
2 %
3 % [ Xout , Pout ] = kalman_corrector ( Z, H, X, R, P )
4 %
5 X_size = s ize (X) ;
6 i f X_size (2 ) ~= 1 ,
7 error ( ' Error : X should be a column vector ( nx1 ) ! ' )
8 end
9 Z_size = s ize (Z) ;
10 i f Z_size (2 ) ~= 1 ,
11 error ( ' Error : Z should be a column vector (mx1) ! ' )
12 end
13 H_size = s ize (H) ;
14 i f H_size (1 ) ~= Z_size (1) ,
15 error ( ' Error : H and Z should have the same number o f rows (m) ! ' )
16 end
17 i f H_size (2 ) ~= X_size (1 ) ,
18 error ( ' Error : H and F should have the same number o f columns (n) ! ' )
19 end
20 R_size = s ize (R) ;
21 i f R_size (1 ) ~= R_size (2) ,
22 error ( ' Error : R should be a square matrix (mxm) ! ' )
23 end
24 i f R_size (1 ) ~= Z_size (1 ) ,
25 error ( ' Error : R and Z should have the same number o f rows (m) ! ' )
26 end
27 K = zeros ( X_size (1) , R_size (1) ) ;
28 I = eye ( X_size (1) ) ;
29 K = P*H'* inv (H*P*H' + R) ;
30 Pout = ( I−K*H) *P*( I−K*H) ' + K*R*K' ;
31 %Pout = (I−K*H)*P;
32 Xout = X + K*(Z − H*X) ;
C.3 KalmanFilter
1 function [ X_minus , P_minus , X_plus , P_plus ] = ka lman_f i l t e r ( Xinit , Pin it , F , G, U, Q, Z , H, R)
2 %
3 % Makes use of kalman_predictor and kalman_corrector to
4 %
5 % kalman_filter ( Xinit , Pinit , F, G, U, Q, Z, H, R )
6 %
7 % m −> no . of measured var iab les
8 % n −> no . of s ta te var iab les
9 % e −> no . of epochs
10 % l −> no . of inputs
11 %
12 % Z is a (mxe) matrix
13 %
14 F_size = s ize (F) ;
15 Xin i t_s i ze = s ize ( Xin i t ) ;
16 i f Xin i t_s i ze (1 ) ~= F_size (1) ,
17 error ( ' Error : the number o f rows o f Xin i t should be the same number o f rows o f F (n) ! ' )
18 end
19 i f Xin i t_s i ze (2 ) ~= 1 ,
20 error ( ' Error : Xin i t should be a column vector ( nx1 ) ! ' )
21 end
22 P in i t_s i z e = s ize ( P in i t ) ;
23 i f Pin i t_s i z e (1 ) ~= Pin i t_s i z e (2 ) ,
24 error ( ' Error : P in i t should be a square matrix (nxn ) ! ' )
25 end
26 i f Pin i t_s i z e (1 ) ~= F_size (2) ,
27 error ( ' Error : P in i t and F should have the same s i z e ( nxn ) ! ' )
28 end
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29 X = Xin i t ;
30 P = Pin i t ;
31 Z_size = s ize (Z) ;
32 Zaux = zeros ( Z_size (1) , 1) ;
33 P_minus = [ ] ;
34 P_plus = [ ] ;
35 for k = 1 : Z_size (2) ,
36 [X, P] = kalman_predictor (F , X, G, U, Q, P) ;
37 X_minus ( : , k ) = X;
38 P_minus = horzcat (P_minus , P) ;
39 Zaux = Z ( : , k ) ;
40 [X, P] = kalman_corrector (Zaux , H, X, R, P) ;
41 X_plus ( : , k ) = X;
42 P_plus = horzcat (P_plus , P) ;
43 end
C.4 KalmanFilterSimulation
1 function [ X_minus , P_minus , X_plus , P_plus ] = kalman_f i l ter_s imulat ion ( l o ad_ f i l e )
2 %
3 % [X_minus, P_minus, X_plus , P_plus ] = kalman_filter_simulation ( load )
4 %
5 % load_fi le −> .mat f i l e name with a simulation
6 % data structure ( created by th i s function ) . I f no
7 % input i s given , a completely new simulation i s
8 % created .
9 %
10 %% Depending on input argument a new simulation i s created , or a previous
11 %% simulation i s loaded
12 i f nargin == 0 ,
13 N = 10000;
14 step_time = 0 . 1 ;
15 t = zeros (1 , N) ;
16 t = [0 ( 1 :N−1)* step_time ] ;
17 w = 0.0055*randn (1 , N) ; % w = da/dt
18 % real dynamics of the object %%%%%%%%%%%%%%%%%%%%%
19 a = zeros (1 , N) ;
20 a (1) = 0 ;
21 for k = 2 : N,
22 a (k ) = a (k−1) + step_time*w(k) ;
23 end
24 v = zeros (1 , N) ;
25 v (1) = 0 ;
26 for k = 2 : N,
27 v (k ) = v(k−1) + step_time*a (k ) ;
28 end
29 p = zeros (1 , N) ;
30 p (1) = 0 ;
31 for k = 2 : N,
32 p(k ) = p(k−1) + step_time*v (k ) ;
33 end
34 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
35 AccelerometerNoiseMagnitude = 0 . 1 ; % measurements noise = 10 mG rms
36 Acce lerometerNoise = AccelerometerNoiseMagnitude *randn (1 , N) ;
37 % Kalman Fi l t e r Equations %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
38 Xin i t = [0 0 0 ] ' ;
39 P in i t = [0 0 0 ; 0 0 0 ; 0 0 0 ] ;
40 F = [1 step_time 0 ; 0 1 step_time ; 0 0 1 ] ;
41 G = [0 0 0 ] ' ;
42 U = 0 ;
43 Q = [0 0 0 ; 0 0 0 ; 0 0 ( step_time^2)*cov (w) ] ;
44 Z = a + Acce lerometerNoise ;
45 H = [0 0 1 ] ;
46 R = cov ( Acce lerometerNoise ) ;
47 [X_minus , P_minus , X_plus , P_plus ] = ka lman_f i l t e r ( Xinit , Pin it , F , G, U, Q, Z , H, R) ;
48 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
49 else
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57 plot ( t , Z(1 , : ) , ' r ' )
58 plot ( t , a , ' g ' )
59 plot ( t , X_plus (3 , : ) , 'b ' )
60 f igure
61 hold on
62 plot ( t , abs ( a−Z(1 , : ) ) , ' r ' )
63 plot ( t , abs ( a−X_plus (3 , : ) ) , 'b ' )
64 plot ( t , std (abs ( a−X_plus (3 , : ) ) ) , ' g ' )
65 fpr int f ( ' Acce l e r a t i on e r r o r mean : %f \n ' , mean(abs ( a−X_plus (3 , : ) ) ) ) ;





71 plot ( t , v , ' g ' )
72 plot ( t , X_plus (2 , : ) , 'b ' )
73 f igure





79 plot ( t , p , ' g ' )
80 plot ( t , X_plus (1 , : ) , 'b ' )
81 f igure
82 hold on
83 plot ( t , abs (p−X_plus (1 , : ) ) , 'b ' )
84 fpr int f ( ' Pos i t i on e r r o r ( percent ) : %f \n ' , abs ( ( p(end)−X_plus (1 , end) ) /p(end) ) *100)
85 %%
86 %% Getting variances from P matrix
87 P_plus_p_variances = zeros (1 , N) ;
88 P_plus_v_variances = zeros (1 , N) ;
89 P_plus_a_variances = zeros (1 , N) ;
90 P_minus_p_variances = zeros (1 , N) ;
91 P_minus_v_variances = zeros (1 , N) ;
92 P_minus_a_variances = zeros (1 , N) ;
93 j =1;
94 for k = 1 : length (P_plus ) ,
95 i f c e i l ( k/3) == j ,
96 P_plus_p_variances ( j ) = P_plus (1 , k ) ;
97 P_plus_v_variances ( j ) = P_plus (2 , k+1) ;
98 P_plus_a_variances ( j ) = P_plus (3 , k+2) ;
99 P_minus_p_variances ( j ) = P_minus (1 , k ) ;
100 P_minus_v_variances ( j ) = P_minus (2 , k+1) ;
101 P_minus_a_variances ( j ) = P_minus (3 , k+2) ;




106 %% Variances − P_plus or P_minus
107 % figure
108 % plot ( t , P_plus_a_variances)
109 % figure
110 % plot ( t , P_plus_v_variances)
111 % figure
112 % plot ( t , P_plus_p_variances)
113 % figure
114 % plot ( t , P_minus_a_variances)
115 % figure
116 % plot ( t , P_minus_v_variances)
117 % figure
118 % plot ( t , P_minus_p_variances)
119 %%
120 %% Variances − P_plus and P_minus in same graphics
121 t2 = 1:2*N;
122 t2 = ce i l ( t2 / 2) ;
123 t2 = [0 0 t2 * 0 . 1 ] ;
124 t2 (end−1:end) = [ ] ;
125 P_a = zeros (1 , 2*N) ;
126 P_v = zeros (1 , 2*N) ;
127 P_p = zeros (1 , 2*N) ;
128 k = 1 ;
129 for i = 1 : 2 : 2* length ( P_plus_p_variances ) ,
130 P_a( i ) = P_minus_a_variances (k ) ;
131 P_a( i +1) = P_plus_a_variances (k ) ;
132 P_v( i ) = P_minus_v_variances (k ) ;
133 P_v( i +1) = P_plus_v_variances (k ) ;
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134 P_p( i ) = P_minus_p_variances (k ) ;
135 P_p( i +1) = P_plus_p_variances (k ) ;
136 k = k + 1 ;
137 end
138 f igure
139 plot ( t2 , P_a)
140 f igure
141 plot ( t2 , P_v)
142 f igure
143 plot ( t2 , P_p)
144 %%
145 save ( ' ka lman_f i l ter_s imulat ion ' )
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