Abstract-In this paper, we propose to study and analyze the tasks of a robot and the interaction with its environment, by using the power of Petri nets modelling, especially the timed nets. Our system consists of a robot, a programmable automaton and a computer. We consider the execution of the tasks taking into account the temporal constraints. So, we use the temporal Petri nets to model the whole system and also for its verification. We describe the obtained Petri net and the constraints textually or graphically in the environment TINA, an open source tool dedicated for timed Petri nets. We note that the Petri nets have good qualities of abstraction from the modelling point of view compared to the finite state machines which suffer from the states explosion problem, related to the accessibility graph. Moreover, the consideration of the temporal constraints adds an important complexity to the problem; the system which was carried out successfully in the case "without temporal constraints", can get in a dead lock state in the case "with temporal constraints" if these constraints are not satisfied.
I. INTRODUCTION
The tasks performed by a robot become increasingly varied and complex. Modeling a simple task and analysis of its evolution could lead to great satisfaction, but when combined with other tasks to form the complete system, the problem becomes quite rigorous, especially with the consideration of time constraints related to the functioning of the system.
Most work on the design tasks of one of several robots, using discrete event systems based on finite state machine [12, 18, 11, 9, and 2] . This technique is often confronted with the problem of so-called combinatorial explosion; through Petri net and its extensions to express specific time, we may conduct an analysis of a real-time system [13] . The Petri net owns a very important property of abstraction that can limit the problem of explosion. Our interest is then focused on the exploitation of the expressive power of extended Petri net [13, 16] to test and verify the correct functioning of a real-time system. Such an analysis can be made a priori and a posteriori, depending on the system if it is already developed or being specified.
The rest of this article is organized as follows: The second section presents our approach of system analysis based on timed Petri nets using the services of the tool TINA. Before concluding, we discus in the third section the obtained analysis results.
II. APPROACH SYSTEM ANALYSIS

II.1. Petri Net
Among the existing models of discrete event systems, Petri net are widely used to model dynamic systems, especially automated manufacturing systems [20] . Their properties make them good candidates for performance evaluation, both qualitative and quantitative. For a formal definition of Petri Net (PN), the reader can relate to [6] , [8] . A Petri Net is a bipartite graph consists of a set of places, transitions and directed arcs that connect the places to transitions and the transitions to places. It is represented by a quadruple <P, T, Pre, Post> where: -P is the set of places, and T is the set of transitions.
-Pre: P x T→Ν is the application corresponding to arcs that connect places to transitions. -Post: P x T→ Ν is the application corresponding to arcs that connect transitions to places.
A marked Petri net is a couple (R, M), where R is a Petri net and M is its marking that combines a number of tokens to each place of P.
II.2.Time Petri Net
Among the proposed techniques to specifying and testing systems with time constraints, two are widely used: timed automata [1] and Time Petri Nets (TPN) [19] . We adopt in our study to work with TPN.
These are nets where each transition has two dates min and max. Thus, if a transition T is sensitive for the last time at the date θ, then T can be fired before the date θ + min and must be no later than the date θ + max, unless the firing of another transition has desensitized T before it is fired [4] . We use in this case TINA [22] as an analytical tool. TINA (Time Petri Net Analyser) is a software environment for editing and analyzing PN and TPN [5] . There are two major extensions of Petri net that take into account the time aspect when modeling a realtime system: timed Petri nets [21] and Time Petri Net [19] . For the first extension, the timings are associated is the transitions (the net is said T-timed) or to the places (the net is said P-timed). The timing represents for a transition the minimum duration of its firing and for a place the minimum stay of a token within this place. The T-timed Petri are equivalent to P-timed ones, i.e. a Ptimed Petri net can always be converted to a T-timed Petri net and vice versa. These are a subclass of Time Petri Net [7] . For the second extension, time intervals are assigned to transitions (T-timed net) or to places (P-time net). It has been shown in [17] that T-time Petri Net and P-time Petri are incomparable (not equivalent). These two models are a subclass of "Time Stream Petri Nets' [10] which were introduced to model multimedia applications.
A Time Petri Net is a 6-uplet <P, T, Pre, Post, m0, Is> where <P, T, Pre, Post, m0> is an ordinary Petri net and Is: T → I+ is a function that associates a time interval Is (t) to each transition of the net.↓Is(t) and ↑Is(t) are called static shooting dates of the transition t respectively as soon as possible (lower limit) and no later than (upper limit) [4] . A state of a TPN is a couple e = (M, I) where M is a marking and I: T → I+ a function that combines a time interval for each transition alerted by M. II.3. Presentation of our system Our studied system is composed of a computer (software) for supervision, a robot, and a programmable automaton for interfacing between the system and the robot (see Figure 1) .
The used software determines the next N tasks for the robot (N fixed) and sends them to it through the automaton, with respect to the execution rate of the robot.
If this later can not perform a submitted action, then the computer will be informed via the automaton. When the robot finishes properly performing an action, the automaton delivers to it the following actions.
The automaton reminds the computer, after submitting the last action to the robot, to supply the next jobs. We assume that the system is idle at the initial state, and then it starts. To stop it, the software sends a control message in stead of expected actions. Once the automaton received the message, it leads the robot to rest as soon as its current actions have been executed.
Figure1. Robot System II.4. Modeling our system using Petri nets
We used for modeling of our system the method of scheduling a Petri net, presented in [14, 15] . As the system is composed of three entities, namely the robot, the automaton and the computer; each entity is modeled separately and then combined with others to rebuild the entire system. The robot faces three situations:
(1) "the robot is waiting for action" (2) "the robot is ready to perform an action" and (3) "the robot is in the process of performing an action "(see Figure 2) . Each situation is represented by one place. Initially, the place P0 which represents the robot, contains a token otherwise the robot is defective and the system gets in a blocking state. The robot switches from one situation to another during its evolution in response to the messages received from the automaton, which is represented by the place p3. The robot communicates with automaton to receive the action to run, via the place p4. Transitions T2! and T4! indicate respectively the failure and the success of the robot operation. The robot may fail to do its tasks due to internal or external reasons, such as an obstacle; this is traduced by getting into specific places or by non respect of timed constraints.
On the other hand, the automaton switches between two situations: "waiting" and "active". The software is modelled by a Petri net of three places: the first one expresses that the computer is waiting; the second determines the actions to be performed and the third shows the process is running. We obtain the whole model of the system by the composition of the three Petri nets (see Figure 3) .
We used TINA for performing a simulation of this system. TINA is an open source tool dedicated to the Petri nets, developed in Java, it can describe a problem in a Petri net, to carry out simulations, to calculate marking graphs and to test the presence of execution blockages.
In the same manner as for the robot, the two remaining entities of our system, the automaton and the PC, are also modelled by Petri nets in Figure 3 . 
III.1. Methodology analysis
Our methodology for analysis of such a system follows the coming steps:
(i) Description of the three separate components of the system: we represent each component by a Petri net which describes its functioning (see Figure 2) (ii) Unit testing: we conduct unit tests of the three Petri nets obtained from the stage (i). By performing these tests, we are looking to check whether each Petri net is working in accordance with the functional specification of this part of the system. Other properties of the Petri net are also generated, we cite as examples the properties of boundness and safety.
(iii) Composition of the three subnets: we put the three nets in communication with each other by adding some places and transitions for adaptation needs (see Figure 3 ). (iv) Integration tests: we are testing whether the different units of the system are functioning together in harmony and in accordance with the expectations outlined in the specifications. For example, the robot can begin its work only if it receives a message from the automaton moving it to the ready state, then another message will give it what to do; this will be represented by two places each with a token; similarly, when the robot is doing its job, it must notify the automaton of the result, namely, the success or the failure.
The initial marking of our system is characterized by the fact that only three places P0, P5 and P11 possess each a token. These places belong respectively to the robot, the automaton and to the computer; each of them is waiting for the starting of the system. Initially, only the transition T9 can be fired; this reflects that the system is completely managed by the software. P13 is simultaneously the input and output place of the transition T12. Firing this latter indicates that an action has been sent to the automaton without losing any token from the place P13. This ensures that there is always another action that waits its turn to be sent to the robot. Thus, once crossed, the transition T12 remains indefinitely crossable and the transition T4 becomes too. Our net will be unbound because of such behavior. To keep the system working, the transition T4 must be fired instead of T11; but the undecidability of Petri nets does not guarantee this objective. Samely, the analysis over TINA does not inform us precisely on this problem, but it allows concluding that our net is unbound, not conservative (but it has conservative components), and not blocking and all the transitions are crossable ( Figure  4 ).
To remedy to this situation (unbound system), we should priorize the firing of the transitions that allow to avoid any detected unbound accumulations in places; however the system specification must be respected. The introduction of a priority concept in order to apply a suitable scheduling to the execution, might lead to a good functioning of the system.
III.2. Behavior of the system
Our system is composed of 16 places and 15 transitions. Each transition possesses an interval of time (see Figure 4) . The initial state of our net is e0 = (m0, D0) where m0 is the initial marking {p0, p11, p5} and D0 the interval associated with the transition t9 (0 ≤ t9 ≤ 1). t9 is initially the unique crossable transition; by its firing, the running process starts. Firing t9 since e0 at a date θ9 of [0.1] leads to the state e1 = (m1, D1) with m1: p0 p5 p12 and D1 the interval associated with the transition t10 (0 ≤ t10 ≤ 1). The firing of t10 leads us to the state e3 and so on (see Figure 4) . The number of states can be very high if not infinite, which makes their handling much difficult. To solve this problem, we group states that have common characteristics in same classes [4] . One class includes all states made since the initial state by firing a single shot sequence. In our case, with TINA analysis shows that our system has 189 classes (see Figure 5 ). If one omits the time when modelling a real-time system [3] , one can easily cause an unbounded net. Indeed, the consideration of these constraints slows the excessive time accumulation of tokens in specific places and forces the firing of certain transitions. The simulation of such a system based on time nets is closer to reality than non-time nets. Using TINA, we conclude that the system is not blocking and all the firings of transitions meet their time constraints. However, the system remains not bounded even with a finite number of states classes.
III. CONCLUSION
The aspects of competition, spontaneity, synchronization and others are well represented through these nets. Their extensions to cover specific needs, serve only to strengthen their widespread use. We used them to describe our system and to analyze it. The satisfaction of time constraints slows the rapid proliferation of the system states, reflected by the excessive accumulation of tokens in some places; however the system is still bounded.
To ensure that the system is bounded, we must enrich the existing constraints to retrieve a suitable scheduling. If the problem seems to be manageable in the case of one robot, it will not be the case with two robots and a single processor, and also in general for m robots and n processors. We plan to study these cases in our future work.
