Introduction

A premise of informational completeness
The notion of solid modeling, as practiced today, 2 was developed in the early to mid-1970's, in response to a very specific need for informational completeness in mechanical geometric modeling systems. This important notion has been promoted largely through the work at the University of Rochester [127] and remains central to understanding the nature, the power and the limitations of solid modeling. The concept may appear academic and redundant in the context of any one particular geometric application or algorithm, because it simply implies that the computed results should always be correct. But solid modeling was conceived as a universal technology for developing engineering languages and systems that must guarantee and maintain their integrity in the following precise sense.
• Any constructed representation should be valid in the sense that it should correspond to some real physical object;
• Any constructed representation should represent unambiguously the corresponding physical object;
• The representation should support (at least in principle) any and all geometric queries that may be asked of the corresponding physical object.
Outline
Following the modeling paradigm in Figure 1 , it is common to survey the field of solid modeling in terms of developments related to mathematical models, representations and representation conversions, algorithms, systems, and applications. This paper adopts a similar approach. However, solid modeling is now a mature field with hundreds of relevant papers published every year in each of the above categories; many of these developments are covered in other chapters of this volume or other recent surveys. Accordingly, this chapter focuses on those aspects of solid modeling that distinguish it from other areas in geometric computing -specifically, on informational completeness, physical fidelity, and universality of representations and algorithms. As pointed out in [95] , graphics, visualization, video, imaging, and many other scientific and consumer applications use and rely on solid modeling, but until now they have not driven the development of this field, perhaps because they do not appear to be critically dependent on its key characteristics. The concluding section provides a brief summary and speculates on the future of solid modeling.
Readers who are interested in a more traditional exposition to solid modeling techniques will do well by reading the landmark paper by Requicha [81] , the earlier surveys of solid modeling [32, 34, 73, 79, 87, 88, [93] [94] [95] , and the Proceedings of the ACM Symposia on Solid Modeling and Applications [1] . Several monographs treat important subtopics in solid modeling [33, 55] at various levels of detail, but the field has developed rapidly and no comprehensive up-to-date text on solid modeling is available as of this writing.
Mathematical Models
First postulates
Early efforts in solid modeling focused on replacing engineering drawings with geometrically unambiguous computer models capable of supporting a variety of automated engineering tasks, including geometric design (shaping) and visualization of mechanical components and assemblies, computation of their integral (mass, volume, surface) properties, simulations of mechanisms and numerically controlled machining processes, and interference detection. These developments are described in several often cited articles [87, 88, 127] and culminated in the Requicha's paper [81] postulating the desired properties of solid objects. All manufactured mechanical components have finite size; they should also have well-behaved boundaries that can be displayed and manipulated on a computer; the initial focus was on the rigid parts made of homogeneous isotropic material that could be added or removed. These postulated properties can be translated into properties of subsets of the three-dimensional Euclidean space E 3 . To have a finite size, the subsets must be bounded, and rigidity is readily formulated in terms of congruence under rotations and translations. 3 The requirement of well-behaved boundary is usually interpreted to mean that the set's boundary can be described by a finite collection of piecewise smooth patches, or equivalently can be finitely triangulated. In addition, the collection of the sets should be closed under several set operations: material addition and removal roughly correspond to the set union and difference operations, while interference between two such sets can be modeled by a set intersection. The class of semi-analytic sets satisfies all these requirements and is defined to include all those sets that can be represented by finite Boolean combinations of inequalities of the form f i (x, y, z) ≥ 0, where f i is an analytic function (in the sense of admitting the Taylor series expansion about any point in space). By definition, semi-analytic sets are closed under the Boolean set operations and include the subclass of semialgebraic sets, as well as all sets represented by polynomial and rational equalities and inequalities. Closure, projection, and connected components of a semi-analytic set are all semi-analytic, and bounded semi-analytic sets are finitely triangulable [30, 53, 80] .
But not all bounded semi-analytic subsets of Euclidean space correspond to the intuitive notion of "solid". Semi-analytic sets may be open, closed, or neither; they may also be heterogeneous in dimension. A proper solid should be homogeneous in dimension and should contain its boundary. This notion of solidity can be characterized in more than one way mathematically. The two common approaches to defining solidity rely respectively on the point-set topology and the (combinatorial) algebraic topology. Both are important because they give rise to complementary models and computer representations: the point-set model defines the local test for solidity, while the combinatorial model specifies how solids can be built up from simple pieces (cells).
Continuum point set model of solidity
For any subset X of the three-dimensional Euclidean space E 3 , the points of E 3 can be classified according to their neighborhoods 4 with respect to X: a full ball neighborhood indicates that the point belongs to the interior of X; points with partial neighborhoods belong to the boundary of X. For X to be considered solid, it should contain only interior points and all those boundary points that have some interior points nearby; all other points with eroded lower-dimensional neighborhoods indicate the lack of solidity. See example in Figure 2 .
Formally, set X is called closed regular 5 if
Based on this definition, introduced and studied in [80, 84, 120] , we can now check the neighborhoods of individual points in the set X to see if they pass the neighborhood test. If all points pass, X is indeed solid; otherwise the set is not solid, but we can regularize (and therefore solidify) any set X by taking the closure of its interior, as shown in Figure 2 . Obviously, regularization can both add points to and/or remove points from the otherwise non-regular set.
But now we appear to have a problem: Figure 2 shows that the intersection of two closed regular sets need not be regular, and the set difference of two closed regular sets is usually not even closed. The problem is solved by requiring that the results of the usual set operations are followed by the additional step of regularization. These new regularized set operations are denoted by ∩ * , ∪ * , and − * respectively; they indeed guarantee the solidity of the results, even if the outcome may sometimes be counter-intuitive. For example, the regularized intersection of two solids with overlapping boundaries is empty by this definition, as long as their interiors do not intersect. There may seem to be little reason to expect that these new operations should possess any algebraic properties related to the usual non-regularized set operations, but they do: closed regular sets form a new Boolean algebra under the regularized set operations ∩ * , ∪ * , and − * [44, 58, 84] . 6 Closed regular semi-analytic and bounded sets are called r-sets following Requicha [80, 81] . The same formalism conveniently applies to planar shapes and surface patches (twodimensional solids), solid lines and curve segments (solid curve), and so on -by simply changing the dimension and/or type of the reference universal set, which in turn modifies what we mean by a neighborhood or a ball.
Combinatorial model of solidity
Another way to characterize the set as solid is combinatorially, i.e. as composed of many solid but simple pieces (not necessarily of the same dimension), usually called cells. As subsets of Euclidean space, all cells are required to be orientable, with one of two orientations corresponding to an arbitrarily chosen sense of direction. Theoretically, the particular choice of cells is not very important, because a solid is characterized by the mere existence of a non-unique decomposition into primitive solid cells. 7 For example, all semi-analytic sets can be decomposed into very coarse disjoint manifold subsets of various dimensions as shown in Figure 3 ; the resulting submanifolds are called strata and the corresponding decomposition a stratification [131] . Alternatively, any semi-analytic set may be triangulated, i.e., decomposed into a collection of curved triangles (points, curve segments, triangular surface patches, and tetrahe-dral elements) [53] ; triangles often play the role of the simplest common denominator cells in the sense that all other cells may be further triangulated.
Stratification of solid's boundary into 0-, 1-, and 2-dimensional manifold strata Stratification of the plane into strata that are sign-invariant with respect to the three primitives Because a combinatorial model is defined in a cell-by-cell fashion, all geometric computations are reduced to presumably simpler computations on individual cells. The cells are usually chosen to be disjoint (for open cells) or to have disjoint interiors (for closed cells) and properly joined together into a cell complex so that they can also provide finite 'spatial addresses' for points in an otherwise innumerable continuum. 8 Formally, the proper joining of cells amounts to satisfying the frontier condition which requires that the (relative) boundary of every cell is a finite union of other cells in the complex. Intuitively, this means that all points in any stratum are alike: their neighbourhoods are homeomorphic to each other and they all meet the same other strata. This combinatorial model of solidity is usually summarized by saying that, in addition to being semi-analytic bounded subsets of Euclidean space, solids are homogeneously n-dimensional topological polyhedra [3, 4, 80, 81] .
Arguably the most important property of a topological polyhedron is its combinatorial boundary which is itself a lower dimensional polyhedron and can be obtained by a pure algebraic computation using the concept of chains. Given a cell complex K, a p-dimensional chain, or simply p-chain, is a formal (i.e., cell-by-cell) sum
where σ i are p-dimensional cells of K and a i are integer coefficients. Two p-chains on a cell complex can be added together by collecting and adding the coefficients on the same cells. The collection of all p-chains on K form a group, and using chains we can replace incidence, adjacency, and orientation computations with a simple algebra. In particular, Figure 4 illustrates how the oriented boundary ∂ operation can be defined algebraically in terms of elementary chains using only three coefficients from the set {−1, 0, +1} [3, 31, 63] .
Boundary of a three-dimensional solid must be a 2-chain whose boundary is 0, i.e. a 2-cycle. It does not have to be 2-manifold, but every 1-cell (edge) is shared by an even number of 2-cells (faces).
Boundary operation on k-chain transfers the coefficients from every k-cell to all incident (k-1)-cells with +/-sign depending on relative orientation. Addition cancels the interior k-cells, and yields the (k-1)-boundary. Repeating the operation produces a (k-2)-chain with all 0-coefficients. Starting with a 3-dimensional solid represented by a 3-chain, the boundary operation ∂ produces an oriented 2-chain (and the corresponding 2-dimensional cell complex) that defines the 2-dimensional boundary of the original solid. If we apply the boundary operation again to the 2-chain, we obtain a 1-chain with all zero coefficients. In other words, the fundamental property of ∂ is that
and guarantees that the boundary set is one or more "closed surfaces" sometimes also called "shells." Formally, such a set whose boundary is a zero chain is called a 2-cycle [31, 81] . For historical reasons [8, 16] , a more restrictive model of solidity has often been adapted where topological polyhedra are restricted to the orientable three-dimensional manifolds with boundary. 9 With this restriction, the combinatorial boundary, defined as above, is not only a 2-cycle, but also a 2-manifold. This manifold model of solidity claims two theoretical advantages: (1) it rules out non-manifold sets that are sometimes deemed non-physical, and (2) the connected manifold boundaries are completely classified in terms of their Euler characteristics (see section 4.1). As we explain below, manifold models are also easier to represent on a computer. But unfortunately, this restriction to manifold solids violates one of the important postulated properties -that solids be closed under the regularized set union and intersection. (The union of two manifold sets touching at a point is a non-manifold set.) On the other hand, it is important to recognize that every 2-cycle is indeed a union of 2-manifolds.
Generalizations
More general computer representations of mechanical artifacts often include unbounded and trimmed curves and surfaces (used for aesthetic, reference, manufacturing, and other purposes), which are combined with traditional solid models (to represent cracks, or material heterogeneity, to simulate surface forming, and so on). This in turn means that the paradigm in Figure 1 needs to be expanded to include more general mathematical models, both continuum and combinatorial. The generalizations are relatively straightforward in principle, because they essentially amount to relaxing some of the original constraints. General continuum models correspond to closed semi-analytic subsets of E 3 , while the general combinatorial model is readily seen as an arbitrary collection of cells from some dimensionally heterogeneous cell complex [64, 129] .
Thus there appear to be two competing mathematical theories of solid modeling: point-set continuum and algebraic topological combinatorial. Fortunately, the two theories are entirely consistent, and we can use the two mathematical models interchangeably [80] , relying on either continuum or combinatorial properties whenever needed. The key fact: every closed semianalytic set is a topological polyhedron that can be represented by some finite cell complex. The class of closed regular subsets of E d coincides precisely with that of homogeneously ddimensional polyhedra, and furthermore, it can be shown that every 2-cycle in E 3 bounds some unique solid. We know immediately that every solid may be represented unambiguously by its boundary, and that the boundary has a combinatorial structure of a 2-d homogeneous polyhedron whose points all have homogeneously 2-dimensional neighborhoods.
Computer Representations
There are several ways to group various computer representation schemes, including Requicha's widely accepted description of six 'pure' representation schemes [81] , but as more new and hybrid representation schemes are being proposed, their complete classification appears impractical. This survey takes a slightly different view that there are really only two fundamental ways to represent a point set, closely related to the two mathematical models of solidity identified above.
• Implicit (and constructive) representations give rules for testing which points belong to the set and which are not; such representations are naturally supported by the point set continuum model of solidity; and
• Enumerative (and combinatorial) representations specify the rules for generating points in the set (and no other points); such representations are closer in spirit to the combinatorial view of solidity.
This classification of representation methods is probably the coarsest possible, but recall that any informationally complete representation should in principle support any and all geometric queries. Thus, one (even if inefficient) way to test if a point belongs to the set or not is to see whether the point is among the points being generated by some enumerative representation; and a perfectly valid way to generate points in the set is to test all candidate points against some implicit representation to determine whether they belong to the set or not. Such views are not as extreme as they may appear at a first glance, and in fact all representations are 'misused' in similar fashion to support applications for which they were not originally designed. In our higher-level view of representation schemes, the representation rules (implicit or enumerative) are essentially computable implementations of semi-analytic functions. 
Implicit and Constructive
A very general method for defining a set of points X is to specify a predicate A that can be evaluated on any point p of space:
In other words, X is defined implicitly to consist of all those points that satisfy the condition specified by the predicate A. The simplest form of the predicate is the condition on the sign of some real-value function f (p), resulting in the familiar representations of sets by equalities and inequalities [65, 90] . For example, if f = ax + by
and f (p) < 0 represent respectively a plane, a closed linear halfspace, and an open linear halfspace respectively. More complex functions can be employed to define progressively more complex geometric shapes, giving rise to the whole discipline of implicit modeling [10] . A natural approach for semi-analytic sets is to define more complex predicates constructively using logical combinations of simple "primitives", which is equivalent to using the standard set operations (∩, ∪, −) on the sets defined by primitive predicates. (See examples in Figure 5 .) Furthermore, the theory of R-functions [98, 103] (see also the Chapter on Finite Element Approximation with Splines by Klaus Hollig) allows conversion of such representations into a single function inequality for any closed semi-analytic set.
Representation by point classification
Given an arbitrary point, there are at least two distinct methods for deciding its membership in the represented set. One could replace the constructive representation with a single inequality predicate whose truth is determined by testing the sign of some real-valued function at the given point. This approach leads to increasingly complex arithmetic computations for what is essentially a logical computation, and therefore appears to be a poor computational strategy except when such functions are constructed directly. A more attractive alternative is to represent the constructive geometric representation on a computer using the usual tree data structure, with the primitive predicates (defining the primitive halfspaces) stored in the leaves of tree and the logical (set) operations are stored at the interior nodes. Then, the algorithm for point membership query on this data structure can be implemented naturally by proceeding recursively down the tree and "inverting" every set construction (op) in terms of the corresponding logical operation ( ):
Such algorithms are appealing because they require only arithmetic computations (at the leaves of the tree) and logical operations (at the internal nodes); the corresponding Boolean structure facilitates various speed-up techniques for pruning, localizing, restructuring, and parallelizing the computations [96, 119] .
Constructively defined implicit representation of the union of two sets can be defined by the logical "or" operation or a single arithmetic expression.
Point membership classification against CSG requires representation and computation of neighborhoods; points that classify "on" with respect to A and B may or may not classify as "on" with respect to A * B op
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Constructive Solid Geometry
Using such constructive representations for solid modeling requires several extensions, as dictated by the mathematical properties postulated for solids in section 2. Rigid body motions of the constructively defined sets are represented by the usual method of coordinate transformations that can also be stored as an intermediate node in the constructive tree; point membership test against a set transformed by motion M is also inverted in a straightforward fashion:
Recall that semi-analytic sets are closed under the standard set operations but do not guarantee solidity; to implement the algebra of closed regular sets, the constructive representations are modified in two ways: (1) every primitive set is required to be closed regular; and (2) only regularized set operations are allowed. The latter may appear to be a relatively minor matter of replacing every set operation (op) by the corresponding regularized op * . But in fact, this dramatically changes the computational properties of the constructive representations: point membership queries against the regularized constructions require substantially more work than is implied by Equation (5) . Specifically, combining results of two classifications with respect to sets A and B requires not only the logical information, but also representing and combining the neighborhoods of p with respect to A, B, and Aop * B [118, 120] (see the example in Figure 5 .) The constructive representation scheme relying on closed regular primitives, rigid body motions, and the regularized set operations is called Constructive Solid Geometry or CSG [85] . By design, the use of CSG is limited by availability of solid primitives and by the necessity to represent and maintain the neighborhood information for points on primitives and their combinations. The latter task is particularly non-trivial for points with non-manifold neighborhoods and/or lying on high-degree tangent surfaces. Complete solutions have been worked out for solids bounded by planar and second degree surfaces, with only limited results available for more complex solids. The attractive properties of CSG include conciseness, guaranteed validity (by definition), computationally convenient Boolean algebraic properties, and natural control of the solid's shape in terms of high-level parameters defining the solid primitives and their positions and orientations. The relatively simple data structures and the elegant recursive algorithms further contributed to the popularity of CSG in academia and early commercial systems.
Other constructive representations
In principle, many other constructions may be added to the lexicon of implicit representations, notably offsetting [92] , blending [133] , convolutions [11] , and other skeletal-based representations, Minkowski operations [26, 62] , and sweeping [37, 114] . Such constructions have numerous applications in mechanical design, analysis, and planning tasks; they also flourished in computer graphics [112] where computational time and guarantee of correctness are often deemed less important than the visually pleasing results. But while such formal definitions are sometimes straightforward, they do not always guarantee the solidity of the result and do not always support a clear point membership query -which came to be regarded as a formal test for any unambiguous representation. The most popular of these constructions is the sweep representation shown in Figure 6 (considered a distinct representation scheme in [81] ), defined for a given set X and continuous motion M (t) by the infinite union operation:
where X q denotes set X positioned at the configuration q. In other words, sweep(X, M ) is the set of all points swept (or occupied) by X at some time during the motion. Sweeps are relatively well understood [2] and are useful for variety of representational tasks: computing space occupied by a moving object, material removed by a moving cutter, extrusion of a planar cross-section along one-dimensional path, and so on. The point membership test for sweep follows naturally from the studies of the dual infinite intersection operation and also inverts the construction: p ∈ sweep(S, M ) if and only if the inverted trajectory of the point sweep(p, M −1 ) intersects the original solid S [39] (see Figure 6 ).
By definition, the constructive approach can be utilized for representing any and all semianalytic sets, relying only on a finite set of analytic primitives and set operations. The operations of closure and connected component preserve semi-analyticity and may also be used effectively [104] . Particular representation schemes have been proposed to include extension of the classical CSG representations using topological operations in [83] and constructive representations for n-dimensional semi-analytic sets [13] .
All constructive approaches are limited by their ability to compute and manage topological neighborhood information of the points in the represented sets. A related significant drawback of CSG and all other implicit representations is the lack of explicit representation and parameterization of the solid's interior and particularly its boundary. 11 This leads to several practical 11 Observe that explicit representation of the boundary also implies explicit representation of the neighborhood information for all points of the solid. complications, including computational difficulties in generating ordered points for the purpose of display and/or engineering analysis. Without the explicit representation, spatial locations of points in the solid or its portions are not known a priori. In other words, the represented subsets are not spatially addressable, and therefore cannot be referenced persistently, for instance for attaching labels and engineering attribute information. Comparison of implicitly-represented solids is also problematic: the same solid admits infinitely many constructive representations, and even deciding if the represented set is empty may require non-trivial computations [119] .
Enumerative and Combinatorial 3.2.1. Representation by enumeration
A seemingly more direct way to define which points belong to the solid and which do not is to enumerate the points by an explicit parametric rule. Thus, a planar curve is commonly defined by a mapping [0, 1] → E 2 . For every value of t ∈ [0, 1], the points on the curve are defined by the pair of functions x(t), y(t). Generating points in the defined curve segment is a matter of marching along the unit interval in small increments and evaluating the coordinate functions for every value of t. Testing if a given point belongs to the curve segment requires a more complex numerical procedure but is clearly well-defined and computable task. Similarly, one can define parametric surface patches and tri-variate solids by mappings from the unit square or cube into E 3 . Many chapters in this handbook deal with non-trivial issues related to representation of such parametric curves and surfaces for complex shapes. As the next best thing, we can represent a complex solid by enumerating not individual points but simple solid chunks or cells, relying on the combinatorial properties of solids as topological polyhedra. This approach leads to persistent and spatially addressable data structures that support development of cell-by-cell traversal algorithms and can be controlled locally and incrementally, which is particularly convenient for point generations and local modifications. The point membership query reduces to a search procedure aimed to determine which of the represented cells (if any) contains the given point. The main drawbacks of the combinatorial data structures have to do with their size and apparent lack of means to create, validate, and manipulate such structures directly.
Broadly, all combinatorial representations can be classified according to (1) the choice of the cells; and (2) restrictions on how the cells must fit together. What makes a good cell? The common requirements include dimensional homogeneity, connectedness, boundedness, and semianalyticity. Cells may be relatively open or closed (depending on how they fit together to form a closed set); they may or may not be required to be smooth or simply-connected; but their representation must support one or both of the two fundamental computations: point testing or point generation. In other words, the cells should be simple enough to be unambiguously representable: either implicitly or enumeratively, or preferably both. Depending on the type of cells, solids may be assembled from cells in at least one of two distinct ways described below: as groupings or as cell complexes.
Groupings
Groupings 12 of solid cells of the same geometric type and dimension is probably the simplest way to represent the set. Example of groupings include: collections of three-dimensional cubes (called voxels) [110] , ray-files of ray segments (finite size rectangular columns) [27] , union of overlapping spherical balls, and files of two-dimensional polygons that are commonly used in computer graphics. The common principle underlying all groupings is that they are assembled from closed cells representing small chunks of space. The points in the interior of a cell are characterized by the constant neighborhood: all points have the same type of neighborhood with respect to E 3 , and the cells are chosen simple enough to admit both implicit and parametric representations. Because all cells are of the same geometric type and dimension, groupings support development of simple and brute-force algorithms. For example, the point membership query reduces to a point-cell test that is repeated for every cell. Depending on their particular geometric type, groupings may be organized into more compact and efficient computational structures (trees, hierarchical graphs, etc.) supporting efficient queries, processed by parallel algorithms and specialized hardware. One of the most popular representations in this category is called octree: a hierarchical method for representing a grouping of orthogonal three-dimensional boxes (usually cubes), where each box intersecting the boundary of the solid is subdivided into eight smaller boxes, and so on until the desired level of resolution is reached [18, 59] . A grouping of convex cells defined implicitly by intersecting linear halfspaces may be more efficiently represented by a binary space partition (BSP) tree; each BSP node corresponds to a particular sequence of halfspaces and thus to a convex subregion of space [117] .
By construction, groupings are guaranteed to be valid solids, but only some solids -those with geometry representable by the unions of cells in the grouping -can be represented exactly. Other solids can be approximated, for example, by a multi-resolution grouping, or groupings are often enhanced with additional geometric representations specifying precisely what geometry is being approximated [18, 61] . Creating groupings may be expensive and operating on them may be difficult; restrictions on groupings (for example, shape of cells or orientation) may imply that the represented solids are not closed under common transformations. Even the usual operations of rigid body motions or set operations may require substantial processing and reconstruction.
Another serious drawback of groupings has to do with lack of explicit representation for the incidence or adjacency between the cells in the grouping: no conditions are usually imposed on the neighborhoods of points with respect to neighboring cells. While the corresponding topological polyhedron can be computed in principle, it may not be a grouping itself, which implies the need for additional data structures and algorithms. For example, it is not immediately clear how to define, compute, and represent the (well-defined but lower-dimensional) boundary of a solid represented by a d-grouping. Last but not least, because groupings are inherently homogeneous combinatorial structures, they are not suitable for representing mixed-dimensional point sets.
Cell complexes
The key difference between a grouping and a cell complex is that the latter requires neighborhoods for points in a cell to be constant not only with respect to E 3 , but also with respect to the other cells. In other words, a cell complex is a representation of a stratification of a solid. Cell complex representations implement the combinatorial model of solidity directly, requiring that every solid is a topological polyhedron and may therefore be decomposed into a finite cell complex assembled from solid cells of different dimension. This effectively turns all geometric and topological queries on a given solid into simple algebraic (syntactic) computations. A number of data structures have been proposed for representing general (heterogeneous) cell complexes [29, 64, 129] . Further generalizations appear to be taking place, both in geometry and topology of the sets representable by solid modeling systems. A cellular representation of n-dimensional manifolds and sets has been proposed by [17, 50] , and a functional programming language whose semantics is defined by operations on n-dimensional polyhedral cell complexes has recently emerged [70] .
Any such representation must contain enough information to determine the geometry of every cell and the incidence between the cells -and therein lies the main difficulty with all such representations: geometric and incidence information are not independent. In principle, defining geometry of every cell in the cell complex is sufficient to also represent the incidence information through geometric tests. But in practice, geometric tests are imprecise, searching for adjacent cells is inefficient, and specifying geometry of adjacent cells independently is redundant and wasteful since incidence constrains the corresponding geometries to 'match'. Specifically, but without loss of generality, let us assume that every cell σ is a subset of a larger set that must include at least the closure of σ and is called the carrier 13 of σ; then by the definition of cell complex: (1) every k-cell belongs to the intersection of the carriers of all incident (k + 1)-cells (cofaces); and (2) the carrier of every k-cell is an interpolation of all incident (k − 1) cells (faces). Therefore, the incidence relations themselves are a convenient method for defining the geometry of the incident carriers. The two conditions apply simultaneously and independently, even though only one of them suffices to define the complex mathematically. For example, in a simplicial complex, only coordinates of the 0-simplices (points) are represented geometrically; carriers of higher-dimensional simplices are defined as interpolations (usually linear): edges interpolate points, triangles interpolate edges, and so on. By contrast, geometry of many solid cells is defined by set operations, for example curves of intersection between second degree surfaces are commonly found in many mechanical parts. In such situations it may be more convenient to define the carriers of the 2-cells (surfaces) and to define the carriers of the 1-cells (edges) implicitly as subsets of the corresponding intersection curves. Thus, it should be clear p r e v i o u s -r i g h t
Geometric carrier of every cell in a cell complex interpolates all incident dimensional cells, and every cell lies in the intersection of all carriers of the incident higher-dimensional cells. Shown above are carriers for a partial cell complex representing the boundary of the solid in Figure 3 . lower Winged-edge data structure represents incidence and local orientation of cells in a manifold boundary representation in terms of edge records. Each record points to ordered lists of two vertices, two faces, and two edges on each of the faces. Vertices and faces are represented by loops of edges. Geometric carriers can be associated with each cell, or implied by the interpolation and/or intersection conditions. start left face right face end n e x t -l e f t n e x t -r i g h t p r e v i o u s -l e f t Figure 7 . Geometric compatibility (intersection, interpolation) conditions and incidence information in cellular representations are not independent and must be maintained at all times. that many cellular representations may be devised that would differ in the choice of which geometric carriers are specified explicitly and which are implied by the incidence relations between adjacent cells [132] . This determines in part which incidence information can be determined in constant time and which requires searching. Representing all incidence relationships in a cell complex substantially increases the size of the resulting data structure and is therefore deemed impractical.
The main advantage of the cell complexes over groupings is that they represent exactly and explicitly all topological information about the solid, including its interior, boundary, dimensional skeletons, and connectivity. No additional numerical computations are required to answer such topological queries, and all solids may be represented exactly -at least in principle. On the other hand, the graph representation of the incidence between the various cells and the high degree of geometric redundancy turns cell complex representations into inherently serial linear size structures and complicates development of efficient algorithms. Maintaining the validity of cellular representations is a non-trivial task requiring a guarantee that all redundant information remains consistent at all times: all represented geometric carriers must satisfy all intersection and interpolation conditions, while the cells themselves must remain disjoint as required by the definition of the cell complex [100] .
Boundary representation: a compromise
Historically, boundary representation was one of the first computer representations to be used for description of polyhedral three-dimensional objects [8, 15] , but both its strengths and weaknesses as a representation scheme can be appreciated better when examined in terms of properties of implicit and combinatorial representations. Recall that every solid X has the well-defined boundary ∂X, and the boundary of every three-dimensional solid in E 3 uniquely determines it. 14 We can use this fact to represent the solid implicitly by its boundary, without enumerating points in the solid's interior. In other words, we represent the solid X by the predicate:
and rely on the Jordan-Brouwer theorem (a generalization of the planar Jordan curve theorem) guaranteeing that ∂X separates the Euclidean space E 3 into exactly two subsets, one of which is the bounded interior of X and the other is unbounded exterior space. Before we can declare this apparently implicit representation of solids a bona fide representation scheme, we need to give a computable point membership query on such a representation of X.
Suppose we have some representation for ∂X and we know that the represented set is the boundary of some unique solid X. If we pick two arbitrary points: point a in the interior of X and point b outside of X, then any path connecting a and b must intersect the boundary ∂X an odd number of times. Suppose we pick the point b to be always outside the solid X, then we can test if point a is inside or outside the solid by simply counting the number of times the path from a to b intersects ∂X: odd means a is in X, even means out. By far the easiest way to implement this is to choose any linear path from a to the point b at infinity, which reduces the point membership test to intersecting a linear ray with the set ∂X.
But how do we represent ∂X? The answer is: any way we like, as long as we can guarantee that it is indeed an unambiguous representation of some solid's boundary and that the intersection with an arbitrary line segment can be computed. One could choose to represent the boundary ∂X using any of the implicit, constructive, parametric, or combinatorial methods we already described above. Most of the methods and various combinations have been tried, but the main challenge for any boundary representation is to assure that the represented set is indeed a boundary of a valid solid. The validity conditions follow clearly from the combinatorial model of solidity, making the combinatorial representation a natural choice. Specifically, since the boundary of every solid is a 2-cycle in E 3 , it must: (1) be a valid cell complex (disjoint cells satisfying the frontier); (2) be homogeneously two-dimensional (every lower-dimensional cell is in the closure of some 2-dimensional cell); (3) have every edge shared incident on an even number of faces; (4) be orientable, which means that the material side can be defined on every face in a globally consistent manner.
Furthermore, every such structure is guaranteed to represent a boundary of some valid solid. 15 Many cellular representations have been proposed for boundary representations, but the oldest and the most popular representations enforced the above conditions only for manifold solids whose boundary points have neighborhoods homeomorphic to two-dimensional disks. In such boundary representations, every edge is shared by exactly two faces, as typified by the popular winged-edge data structure [8] illustrated in Figure 7 . The incidence information in a wingededge boundary representation consists of linked lists of edge records, with each record using eight pointers (pointing to two vertices, two faces, and four other edges) to enforce locally the orientability and manifoldness conditions. In this scheme, vertex and face records are defined by the ordered lists of the incident edges. Geometric carriers may be associated with any of the cells in the data structure parametrically or constructively, in a manner that satisfies all implied interpolation and intersection conditions, but the global non-interference conditions on cells are not enforced automatically and must be checked. A variety of other, similar in spirit, manifold boundary representations have been proposed in efforts to optimize the space, ease of manipulation, or handling of specific geometric carriers [23, 28, 132] . Boundary representations for non-manifold solids can be designed directly as representations of 2-cycles in Euclidean space or by treating the boundary of a non-manifold solid as a union of manifold shells. 16 Both approaches also apply to boundary representations of arbitrary heterogeneous cell complexes, that can be viewed as a union of boundary-represented manifolds of various dimensions [29, 47, 64, 129, 134] .
As cellular structures, boundary representations have a number of attractive properties. Because the boundary of a solid is unique, it is possible to invoke additional conditions (e.g., smoothness, connectedness, sign-invariance, orientation, and so on) in order to define and construct the unique canonical decomposition of the boundary [111] . Due to the dimensional reduction, boundary representations can be much smaller than most three-dimensional cellular representations of the same solid. Boundary representations also inherit the disadvantages of the cellular structures mentioned above, and in particular they are non-trivial to construct and maintain. Regularized set operations and other constructions that guarantee solidity can be implemented directly on boundary representations, but this approach requires support for nonmanifold boundary representations because manifold boundary representations are not closed under such operations. Another alternative is to devise a set of direct operations on boundary representations that must preserve the validity of boundary representations at all times. Both approaches have been employed and we will briefly discuss them below in section 4.
Unification of representation schemes
Based on the assumed mathematical properties, we know that all of the above representation schemes are different methods for capturing complete geometric information about the same class of objects: semi-analytic subsets of Euclidean space. Therefore, it must be possible to convert such representations into each other, as may be required for different applications. This in turn suggests that all representation schemes are simply different ways to organize the same geometric and topological data. What is this data?
All representation schemes are organized in terms of a finite number of operations on a given set of primitives. The primitives are halfspaces in constructive representations, geometric carriers in cellular structures, and geometry of the cells in groupings. In all cases, the primitives are defined by analytic equalities and inequalities. The operations on primitives either produce new primitives (via interpolation, motion, deformation, etc.) or produce semi-analytic sets using set operations (∩, ∪, −), closure k, and selecting a connected component. All other operations and queries are simply compositions of these basic operations. In other words, a fixed finite set of primitives H gives rise to a representational space M (H, O) consisting of the transitive closure of the primitives under the selected operations O [78] . It turns out that this representational space is finite (because only finitely many semi-analytic sets may be constructed using a finite set of primitives) and can be completely characterized by a particular stratification of space determined by the primitives in H [102, 104] .
Given a finite collection of primitives, H, consider the stratification of the whole Euclidean space E 3 such that every every stratum is a maximal connected k-manifold that is also signinvariant 17 with respect to all primitives in H. Such a stratification exists for every collection of semi-analytic primitives, is unique, and is sometimes called Whitney regular. It has a reasonable low-degree polynomial size, and its strata satisfy the frontier conditions. Figure 3 shows some examples. The practical significance of this stratification lies in the fact that every representation (constructive and/or combinatorial) in the modeling space M (H, O) is essentially an optimized union of some strata. For example, boundary representations consists of merged 0-, 1-, and 2-dimensional strata (vertices, edges, and faces respectively), CSG representations are regularized Boolean representations of unions of three-dimensional strata, and so on. Thus, the Whitney regular sign-invariant stratification of space serves as the lowest common denominator for all representation schemes and allows systematic development of algorithms and queries. See [102] for additional details.
Algorithms
Fundamental Computations
The unified view of solid representations allows to identify a small set of 'fundamental' operations: primitive selection, stratification, point generation, point membership classification, set comparison, and ordering. These operations are fundamental in the sense that most other algorithms can be defined through their composition. As with our classification of mathematical models, these operations are not entirely independent: for example, point membership may require stratification, and almost all operations require some form of comparison. Specific representation schemes are often optimized for several (but rarely all) of these fundamental operations. In practice, all fundamental operations except ordering can be implemented only approximately; see section 6.3 on standards and section 7.1 on unsolved problems for discussion of the ensuing difficulties.
Selection of geometric primitives
Before attempting any solid modeling computations, we must make sure that the set of known primitives and/or carriers is sufficient to represent the result of computation. Oversimplifying, the results of geometric computations are made up from portions of the candidate sets. In some cases, this is a trivial step: it is clear that in order to compute the intersection of a line with a solid's boundary, we must have a representation of the line and representations of the surfaces bounding the solid. It may be less obvious (but true) that the boundary representation of a solid may be constructed from boundaries of the corresponding CSG primitives. But in many other situations, the candidate primitives are not obvious, must be determined as part of the computation, and are usually not unique. For example, it is well known that carriers found in a typical boundary representation are insufficient for the CSG representation of the same solid [108] , and it is far from obvious which geometric primitives are needed to describe the boundary of a blend or a sweep [128] .
Stratification
Perhaps the most difficult of solid modeling computations is the process of identifying all cells in the Whitney regular sign-invariant stratification for a given set of primitives. The theoretical stratification process decomposes any semi-analytic set into a collection of connected smooth k-submanifolds by recursively extracting k-dimensional solid portions of the given set [64, 130, 131 ] (see Figure 3) . But consider the simplest case of two primitives h i and h j . There are at most nine non-empty sign-invariant sets corresponding to the pairwise intersections of the sets defined by the signs of each primitive. Recall that intersection is also required for computing and representing the geometric carriers of lower-dimensional cells in a cell complex where only the geometry of the higher-dimensional cells is specified directly. In particular, boundary representations routinely require computation of the intersection curves between incident faces. Point classification against a boundary representation requires computing intersections of bounding surfaces with a line, and one of the most popular methods for visualizing implicit sets relies on ray-casting (intersecting the set with a grid of parallel lines). Furthermore, such intersection sets may be also disconnected, heterogeneous in dimension, or contain singularities and self-intersections. Thus, at the very least, stratification requires computing connected smooth submanifolds of the intersecting primitives satisfying the frontier condition, and it is not surprising that one of the chapters in this handbook (see the chapter on intersection problems by N. Patrikalakis and T. Maekawa) is devoted to the study of the intersection problems. While in theory any semi-analytic set may be stratified exactly, it appears that general and practical algorithms almost always resort to numerical methods.
Point Membership Classification (PMC)
We already discussed point membership queries in the context of individual representations schemes (constructive, combinatorial, and boundary). A more general PMC operates on an arbitrary point p and a representation of a set S, and returns in, on, or out depending on whether p is respectively in the interior, boundary, or outside of the solid S [118] . Since solidity, interior, and boundary are all topological concepts defined relative to some universal set X (for example E 3 , surface, curve), it should not come as a surprise that PMC of a point p usually requires computing the neighborhood of p relative to X. Neighborhoods of smooth and regular points on ∂S are adequately represented by the tangent (or normal) information at p. Other points may require non-trivial analysis and computations depending on the representation of S.
Point Generation
Point generation is required to produce a single representative point from a set which may or may not have some special properties (such as center of mass), or to generate many such samples throughout the represented set with some (regular or irregular) intervals. Point generation is straightforward for sets represented parametrically or enumeratively, but may be difficult for other representations. For combinatorial representation, point generation is performed cell-bycell serially or hierarchically, depending on how the cells are organized. For implicitly defined sets, points may be generated by sampling (and classifying usng PMC) with desired resolution; for constructive representations, points may be generated for each of the primitives and then filtered using PMC test as described above.
Comparison
Comparison of two points represented by their coordinates is relatively straightforward. But if the numbers are not exactly the same -and they rarely are -one must compute the distance between the two points using some appropriately defined metric. The most common type of distance is the [14] .
Ordering
A process of combining the results of the primitive computations into the representation of the result is difficult to describe generically, because the ordering process itself depends on the way the representation is organized. For constructive representations, ordering produces a tree of constructions; ordering of groupings produces either serial or hierarchical structures; and ordering of cell complexes involves creating and maintaining incidence and adjacency information.
A particularly elegant approach to ordering 2-manifold boundary representations takes advantage of the familiar Euler characteristic χ which is defined as an alternating sum:
where V , E, and F are the numbers of vertices, edges, and faces respectively in the boundary representation. If boundary representation is known to be a connected manifold with every k-cell homeomorphic to a k-dimensional disk, then an even number χ provides complete classification of all such surfaces up to a homeomorphism. For a fixed χ, equation (9) can be viewed as a two-dimensional linear subspace of the three dimensional space defined by coordinates V , E, and F ; valid operations on the boundary representation may change the numbers of vertices, edges, and faces, but all resulting boundary representations must be confined to the same plane. Such valid operations are termed Euler operators (because they preserve the Euler characteristics) and can be viewed as vectors in the two dimensional linear subspace [55] . Because a two-dimensional linear space can be spanned by two linear independent vectors, only two (independent but not unique) Euler operators are required to build a boundary representation for any polyhedron homeomorphic to the sphere. This counting principle can be extended to more complex boundary representations with more general cells and multiple connected components (shells) [16] . For example, simple counting arguments show that χ = R + 2(S − n) where R is the number of interior face rings (counted by internal loops on the faces), S is the number of connected shells, and n is the genus. Eliminating Euler characteristic, χ, from equation (9), we obtain a linear constraint
representing a five-dimensional hyperplane in the six-dimensional space and implying that at least five distinct Euler operators are necessary and sufficient to span the space of all such cell complexes. Euler operators conveniently enforce the required combinatorial conditions on such cell complexes, 18 but they are not unique, and other approaches to constructing and maintaining ordering are possible [28] .
Enabling algorithms
All other geometric queries and algorithms in solid modeling may be constructed using sequences of the above fundamental computations. It would be impractical to describe here all algorithms important in solid modeling, but it is instructive to consider how some of the more common and critical computations can be cast in terms of the fundamental operations. Specifically, we focus on those algorithms that can be broadly classified as representation conversions because they tend to re-represent the solid in a manner that makes desired computations simpler; these algorithms shaped the solid modeling technology, enabled specific applications, and defined the architecture of the commercial systems. The following description is optimized for clarity; efficient algorithms involve essentially the same steps but are structured to take advantage of locality, proximity, coherence, symmetry, and hierarchy, as well as specific assumptions and known properties of particular geometric representations.
Ray casting
Ray-casting and ray-tracing are popular techniques for rendering solids and their boundaries [97] , for representing a solid as a grouping of line segments, for performing PMC against a boundary representation of a solid, as well as for performing other types of analysis [27] . Such algorithms require computing the intersection of a given (possibly unbounded) line segment with a representation of the solid. For all representations, the ray-casting algorithm reduces to computing the intersection of the unbounded candidate line with each of the geometric primitives (leaves of a CSG tree or carriers of the highest dimensional cells) yielding an unsorted list of points along the line. Those points that classify in or out the solid are discarded, as well as those points that classify out with respect to the line segment. The remaining points are on the solid and bound one or more linear segments -the result of the intersection. These points are sorted along the line in order to induce in/out classification for the segments of the line they bound. The result must be regularized in the topology of the line (because we only want solid line segments), which may require constructing one dimensional neighborhoods of points and/or additional PMC tests. Ray casting is particularly popular with the CSG representations due to the elegant divide-and-conquer algorithm (similar to the merge sort) that merges ordered lists of intersection points for every interior node of the tree [118] .
Sampling and polygonization
Many of the application algorithms require sampling and/or approximating the represented solid. These include rendering, path generation (for motion planning or machining), computation of integral properties, and finite element meshing. Broadly, all such algorithms produce a k-dimensional grouping or a simplified cell complex from a given solid's representation.
To generate points (0-dimensional grouping) on the solid's boundary, one generates the points on the boundaries of candidate primitives (geometric carriers in boundary representation or boundary of primitives in the CSG tree), and classifies these candidate points against the given representation of the solid. Similar processes may be used for generating points in the interior of the solid, except that the candidate points must be generated throughout the three-dimensional space, for example on the regularly-spaced grid throughout the space containing the solid. Raycasting (see above) can be used to generate 1-dimensional groupings.
Two-dimensional groupings are usually made up from triangles and polygons constructed from points generated on the solid's boundary. The construction may require that the vertices of every edge and/or polygons must have the same classification with respect to solid's faces or edges, if such information is available. The constructed edges and polygons may be further ordered into a valid cell complex satisfying the usual combinatorial conditions. Popular three-dimensional sampling include octrees and tetrahedralization. Octrees are constructed by recursively classifying orthogonal boxes with respect to the solid as in, out, and those intersecting the boundary of the solid. The latter are subdivided further until the desired level of resolution is reached. The box/solid classification is in turn reduced to classifying the vertices of the box, intersecting edges or faces of the box with the solid's boundary, and ordering of the result. The octree cells may be further subdivided into tetrahedra; tetrahedra may be also constructed directly from a 0-dimensional grouping of points sampled or generated in the interior of the solid, for example using the Delaunay constraint [101] .
Set membership classification
This is a more general computation that subsumes PMC, ray-casting, cell sampling, and many other computations in the following sense [118] . Given representations of two sets: X is a candidate set, S is a reference set; both are solids but do not have to be of the same dimension. The SMC procedure M (X, S) partitions the candidate set with respect to the reference set
into the three solid portions of X. In this context, solidity is defined with respect to X. When X is a single point, SMC reduces to PMC described under the fundamental computations; when X is a curve segment and S is a solid, SMC is the curved ray casting procedure outlined above. More generally, SMC subsumes many other geometric computations in solid modeling. For example, when both X and S are solids, XinS is their regularized intersection; when S is a two-dimensional face and X is a curve lying in the same surface, XinS is the portion of the curve contained in the region bounded by the face; and so on. SMC could be considered itself as one of the fundamental computations, except that it is not implemented directly but must be reduced to some sequence of the other fundamental computations, as illustrated by the examples above.
Boundary evaluation and merging
The queen of all representation conversion procedures -both in complexity and its importance in solid modeling -is the so called boundary evaluation procedure that produces a valid boundary representation of a solid given its constructive representation [89] . For CSG representations, the procedure conceptually is straightforward. If the solid S is represented by a sequence of regularized set operations on collection of primitives {h 1 , h 2 , . . . , h n }, then it is not difficult to show that
In other words, the boundary representation of the same solid may be stitched together from the boundary pieces of the CSG primitives. Which pieces? Those pieces that classify on with respect to the given CSG representation; they are also called faces in the boundary representation [111] . In generic terms, the boundary evaluation reduces to performing SMC(∂h i , S) for every primitive, and representing the union of the result. This in turn requires partitioning ∂h i into the candidate pieces that may (or may not) lie on the solid's boundary. For efficiency, we want the pieces to be as big as possible, but they need to be small enough so that we do not miss any portion of ∂S. It can be shown that a sufficient (but not necessary) partition is obtained by intersecting ∂h i with the boundaries of all other primitives in the given CSG representation. Each portion of ∂h i bounded (or trimmed) by the intersection curves becomes a potential candidate face, and a single PMC test for any point in the interior of the candidate face is sufficient to determine if the face belongs to the boundary representation or not. Each face that passes the on test must be represented in the resulting boundary representation, typically (but not necessarily) by its boundary which consists of the segments (i.e., connected 1-dimensional manifold strata) of the intersection curves, called edges. A sufficient set of candidate edges is obtained by intersecting each intersection curve with all other surfaces, but only those with points classifying on with respect to the face belong to the boundary representation. Thus, a typical boundary evaluation algorithm involves computing intersection curves between the primitive surfaces, computing intersection between the curves and the surfaces, generating points in the tentative curves and faces, followed by PMC testing these points with respect to solids and faces, and ordering the passing edges and faces into a valid cell complex. Consider now a very special case when there are only two solids h 1 and h 2 -both given by their boundary representations -and combined using either regulalized union ∪ * or regularized intersection ∩ * operation. Following the steps in the above procedure, we would have to compute intersection between the two sets ∂h 1 ∩ ∂h 2 , which involves trimming the faces and edges in the two boundary representations against each other, and merge the resulting pieces into a new boundary representation. This special but important case of boundary evaluation is often called boundary merging.
The conceptual structure of the CSG-to-boundary evaluation procedure provides a recipe for all other types of boundary evaluations. For example, suppose one wants to perform boundary evaluation for a constructive representation containing the sweep operation defined by (7) . The general procedure involves exactly the same steps as before: generate a sufficient set of candidate surfaces, trim the surfaces against each other to produce a set of candidate faces and edges, generate a point in each candidate cell, perform PMC against the sweep representation, and order the results into a cell complex. It is intuitive and can be shown formally that
which means that the candidate surfaces must be obtained by sweeping the edges and faces in the boundary of the given solid. This could be challenging for general boundary representations and motions, and various approximations for such sweep surfaces have been proposed using sampling and polygonization techniques. Boundary evaluation for other constructive representations requires similar sequences of fundamental computations. 19 Practical implementations are usually optimized to generate the smallest possible number of candidate faces and edges, never repeat the same computations, and employ coarse spatial tests to localize computations whenever possible.
Other representation conversions
It can be shown that all other computations in this category can be designed systematically using sequences of the same fundamental steps [104] . For example, CSG representations may be computed from a given boundary representation roughly as follows: select the sufficient set of primitives; intersect all primitives to produce the usual stratification of the whole space; generate at least one point in every sign-invariant three-dimensional component in the stratification; classify the generated points (and therefore the corresponding components) against the given boundary representation; the regularized union of the components classifying in correspond to the disjunctive canonical 'sum-of-products' CSG representation which can be further optimized using Boolean optimization techniques. The last step relies on repeated point membership tests and comparison. The most difficult step in this procedure is the selection of a sufficient set of primitives, which has been solved for restricted but common types of boundary representations. More details on boundary to CSG conversion may be found in [107, 108] .
Other representation maintenance utilities -from comparing and optimizing constructive representations and approximating solids by groupings, to computing wireframes, silhouettes, and meshes -all may be systematically designed following similar procedures composed from the same fundamental computations [104] .
Applications
An inexhaustible variety of applications may be developed with the help of fundamental computations and enabling algorithms. Below we briefly survey those popular engineering applications that helped to shape solid modeling as we know it today.
Geometric design
Historically, the activity of geometric design is largely devoid of physical analysis, but seeks efficient methods for creating, modifying, visualizing, and annotating geometric representations of solid shapes. By definition, constructive representations are well suited to constructing and modifying the models using high-level engineering parameters: distances, angles, radii, coordinate systems, etc -all can be encoded as parameters of the constructions. The resulting solid shape (although implicit) may be controlled by modifying these parameters. At the same time, constructive representations provide no explicit information about the boundaries, which makes them difficult to visualize, modify locally, or annotate. By contrast, combinatorial representations, and boundary representation in particular, are ideal for visualization and annotation tasks that require direct access and traversal of a solid's boundary. But because combinatorial representations are difficult to construct and manipulate directly, they appear to be ill-suited for design activities.
To facilitate subsequent editing of solid models (a critical issue, since the vast majority of designs are in fact modifications of earlier designs), both constructive and combinatorial representations are often supplemented by constraints, expressed as equations and inequalities on the parameters in the constructive representations and/or on the coordinates of the carriers on the combinatorial representations [51, 91, 113] . Typical constraints include tangency, incidence, perpendicularity, distances, angles, and so on. More recent approaches apply such constraints directly on the cells in a stratification underlying the constructive parametric model [9] . To effect a desired modification, the user typically changes the values of constraints and/or some parameters; these changes are reflected in the updated systems of equations that are solved for the new values of all other parameters and coordinates, leading to a new instance of the solid model [67] . See the chapter on parametric modeling by Christoph Hoffmann and Robert Joan-Arinyo for more details.
Analysis and simulation
Most of the solid modeling computations in this category may be abstracted by single-valued functions of one or more solids (and possibly other variables) and have recognizably correct answers. Some of the more popular applications include rendering, computation of integral properties [48] , assembly modeling, interference detection, simulation of mechanisms, and NC (numerical control) machining simulation.
Rendering and computation of mass properties are in fact quite similar in the sense that both require some form of finite enumeration of the points in -or rather the cells in a grouping associated with -the solid's interior or its boundary. In the case of integral property computations (which include volume, surface, inertial properties, and other integrals of functions defined over the solid's interior or boundary), the contribution of each individual cell is added to the result. In the case of rendering, the contribution of every cell is displayed on the screen. Two main principles used for such computations are sampling and dimensional reduction. Dimensional reduction relies on the generalized Stokes theorem to reformulate the computation over solid S in terms of another computation over the boundary ∂S [54] . Thus, the volume integral over S may be computed directly or reformulated as a surface integral over ∂S, and the integrals over individual faces may sometimes be reformulated in terms of the path integrals over the edges bounding the face. Similarly, rendering may be performed by visualizing solid cells drawn on the screen in the depth-first order, boundary cells using the surface normal information, or by drawing the edges and silhouette curves generated from the boundary representation. Sooner or later, the computation reduces to evaluating some function over a relatively simple constituent cell: a line or curve segment, a triangle, a polygon, a tetrahedron, a cube, etc. Evaluation of polynomial functions over linear polyhedral cells may be performed exactly (within the machine precision) [49] , but for more general functions and/or cells evaluation is performed only approximately based on the function's values at carefully chosen (e.g. Gauss) points in the cell.
Assembly is a collection of solids that are positioned and oriented by some some rigid motions in space, subject to mating and non-interference conditions [46] . At the very least, the mating conditions identify pairs of contacting surfaces and thus require explicit boundary information. Non-interference between two solids A and B requires that their regularized intersection A ∩ * B is empty (the solids interiors are disjoint); empty non-regularized set intersection A ∩ B implies that there is no contact between the boundaries ∂A and ∂B. Non-interference conditions may be defined and computed with any unambiguous representation, but recall that deciding 'emptiness' of constructive representation is a non-trivial matter.
A moving solid is easily represented by applying the rigid motion to the coordinate system in which the solid is designed. A mechanism with two solids A and B is an assembly where A moves relative to (the coordinate system of) B. Thus the static mating and non-interference conditions must be enforced at all times, resulting in more complex dynamic conditions. Dynamic non-interference between two moving solids A and B may be formulated as a static non-interference between stationary B and sweep(A, M ), where M is the motion of A relative to B. The dual operation of unsweep(A, M ) can be used to formulate and compute queries about largest/smallest non-interfering objects [39] . The continuous motion may be also simulated discretely by evaluating the static solid configuration in small time increments. See [52] for a recent survey. Maintaining proper assembly conditions at all time steps may require substantial computing resources.
The simple pairs of solids may be chained together into graph structures to model mechanism linkages, such as robot arms. The mechanism motion is instantiated by combining the individual relative motions according to the graph by a procedure called forward kinematics, which involves multiplication of the matrices representing the individual relative motions. The inverse kinematics algorithms require solving the systems of non-linear equations to determine the individual relative motions, given the motion of some point or coordinate system on the mechanism. Mechanism modeling may be viewed as a natural extension of the constructive representation that allows using continuous motions (as opposed to instances of motions used to position a solid in space) [121] .
Simulating numerically controlled (NC) machining is an application similar to mechanism modeling: solid cutter A is moving relative to solid stock B which is fixed in some solid fixture C. Motion of the cutter A is determined by the NC program, and the purpose of the simulation is to determine whether the moving cutter A removes the desired amount of material from B without interference with the fixture C. The material removal operation is modeled by the regularized difference operation: at every time step, the material removed by the solid cutter A is subtracted from the stock B. A more accurate approximation of the NC machining process requires computing sweep(A, M ), estimating volume removal rates, and other integral properties. See [60] for discussion of these and related issues.
Dynamic analysis and lumped-parameter systems
Simulation of a rigid body motion under the externally applied forces and moments requires computation of a solid's mass properties (mass, moments of inertia, center of mass), solving for the acceleration of the solid at that time instant, and integrating it through time to modify the solid's velocity. This in effect approximates the solution of the ordinary differential equation of solid's motion. Repeating this computation at small discrete time intervals produces realistic simulation of motion. A more sophisticated simulation applies the same procedure to the system of rigid bodies interconnected at joints, solving the constrained system of ordinary differential equations [22] . In this case, the physical object under consideration is better represented combinatorially as a graph of solids, whose links specify the types of the motions allowed at the joints, and no interference is allowed between the individual solids at any time during motion. The latter task requires dynamically tracking the distances and identifying the collisions between all moving solids, which can be handled, albeit at a high computational cost, by the standard solid modeling methods [52] . However, the contact geometry of joints in such a mechanism structure is usually assumed; computing it would require full power of solid modeling discussed above plus adequate models of contact and friction mechanics [7] .
The next logical step is to enhance the simulation model with a proper model of impact mechanics, and predict the motion after an impact takes place. In addition to the need to identify precisely the time and type of all possible contacts, it is apparent that the contacting solids usually constitute a non-manifold geometric model, and can be also considered as a mechanism with a "contact" joint at the time of impact. Commercial implementations of such simulations are already available, but they are all limited by the lack of good models of impact mechanics -that must include mechanical deformations and/or experimentally-determined coefficients of restitution.
A one-dimensional graph structure of interacting solids can be employed with more general systems of ordinary differential equations arising in other branches of physics. Such graph structures have been known for a long time [71] and are now used by commercial software systems. The graphs are composed from nodes that represent 'lumped' 20 constitutive properties, such as masses, inertia, dampers, resistances, inductances, spring constants, and so on, plus a finite number of transducers that convert and couple different physical models in a single structure. In this context, spatial information serves three purposes: computation of the lumped properties associated with each solid, visualizing the response of the system in terms of the solids, and managing the spatial incidence and adjacency of the lumped elements based on interaction between the solids.
Planning and Generation
In contrast to analysis and simulation applications, planning and generation tasks do not typically have a unique answer but must produce one or more acceptable solutions from some usually large spaces of feasible answers. 21 An application in this category is usually constructed as a heuristic search procedure based on repeated querying of known solid models -typically using the fundamental operations described in section 4.1.
Motion planning requires finding a collision-free path for a moving object with respect to one or more solids [45] . In addition to the numerous popular robot motion planning tasks, other applications in this category include generation of tool paths for NC machining and automatic inspection plans by coordinate measurement machines. Feature recognition is a process of matching the portions of a represented shape to previously known parameterized forms, shapes, or processes, e.g., for the purpose of constructing a manufacturing process plan or identifying parts for inspection purposes [41] . The vast majority of such features appear to be defined by relationships between portions of a solid's boundary: faces, edges, special points, incidence, convexity, symmetry, specific sizes, and so on. Another important example of an application in this category is mesh generation, which is a process of constructing a cell complex representation for a given solid (called a mesh), satisfying specific requirements on the size, shape, number, and topology of cells. These requirements are defined by some analysis application that seeks to approximate the answer to a boundary-value problem using a particular type of spatial discretization of the domain (finite element, finite differences, hexahedral, simplicial, etc.) All meshing procedures require generating points in the solid's interior and boundary and ordering them to form a complex that has the same topology as, and conforms geometrically (as closely as possible) to the solid's boundary [68] .
It has been clear from the outset that the guaranteed validity of solid models also holds a great promise for automatic design of engineering artifacts [125] . The constructive representations appear to be particularly well suited for the task, if a way can be found to relate the construction parameters to the desired design and/or functional characteristics. The constructive representation may then be viewed as a procedural definition -a computer program that implements the design algorithm and outputs a valid solid-represented design. Indeed a number of languages and grammars for generating such solid-represented designs have been proposed, but all faced challenges because evaluation of the generated solids required not only explicit geometric and combinatorial information, but also physical and functional information that is normally not present in a geometric modeling system [106] .
Manufacturing
Effective application of solid modeling techniques is possible for many traditional manufacturing processes that are idealized as unit processes [123] with well-characterized input and output geometry. Simulation, planning, and verification of unit processes, particularly machining and assembly, were some of the main catalysts for the development of solid modeling [86] . More recently, the range of supported applications has been greatly expanded to include sheet metal manufacturing, injection molding, stamping, pipe routing, and so on. Such applications are supported within the solid modeling framework through specialized user interfaces that force designers to create models in terms of a limited application-specific lexicon. For example, machined parts would be designed in terms of pockets, holes, and other machining features; sheet metal parts would be designed by sequences of bending and stamping operations; draft angles are automatically added to injection-molded parts; and so on. Usually, such operations are translated into application-specific constructive representations that are then evaluated into combinatorial (usually boundary) representations. In addition, heuristic knowledge-based systems are emerging that are capable of identifying common geometric features that may (or may not) be supported by a particular manufacturing process.
Beyond traditional manufacturing, if every solid can be approximately represented on a computer by a grouping of some k-dimensional cells, why not manufacture it by a computercontrolled process that will grow the solid by depositing the individual k-cells? This basic idea underlies a host of new manufacturing techniques that are often referred to as layeredmanufacturing (because they build the solid layer by layer), solid imaging or printing (because they employ deposition processes that are reminiscent of the paper printing methods), or solid free-form fabrication (because the cell-by-cell deposition process removes many of the manufacturability constraints on the solid's shape [56] . For a layered process to work correctly, it must work with valid solid representations accepted from different sources. A defacto standard representation for this purpose is called STL: a boundary representation constructed as a collection (a 2-grouping) of triangular oriented 2-cells. The main virtue of this representation is its simplicity; but as with most groupings, STL representation is only approximate, lacks information on incidence between the cells, is sensitive to round-off and precision errors, and as such, is quite unreliable.
The ability to rapidly manufacture solids of arbitrary shape without specialized tooling naturally leads to an attractive idea of object copying. This involves sampling points on an existing object and constructing its solid representation (a process often called reverse engineering), followed by a layered reproduction process [124] . 22 Detailed discussion of reverse engineering can be found in the chapter by Martin of this handbook. Briefly, reverse engineering is a process of constructing a solid's representation from an unorganized cloud of points that are sampled on the boundary of an existing physical object with some accuracy. In terms of fundamental solid modeling operations, the process involves comparing and ordering the points into strata of dimensions 0 (points), 1 (edges), and 2(faces) whose union represents the boundary of the object being reconstructed.
Systems
Classical Systems
We saw that each constructive and combinatorial approach to solid modeling offers specific practical advantages when it comes to implementing particular engineering applications. Theoretically, the two approaches are equivalent, because both are informationally complete with respect to the postulated mathematical models, and therefore are capable of supporting all of the fundamental and enabling computations discussed above. But the constructive representations are parameterized, concise, and robust representations that come with a built-in point-membership test and are a natural choice for creating, editing, and programming solid models; they are a poor choice for applications requiring point generation, boundary traversal, and persistent spatial addressing. In contrast, the combinatorial representations provide explicit, persistent, and spatially addressable enumeration of the solid's boundary (and possibly interior) that is perfectly suited for applications requiring point generation and sampling; they also appear to have a greater geometric coverage, but combinatorial representations are verbose, more sensitive to errors and inconsistencies, and are difficult to create and manipulate directly.
The early solid modeling systems were designed around single carefully chosen representation schemes, usually either the CSG or the boundary representation, but by the mid-1980's virtually all single representation systems were enhanced and extended with auxiliary representation and features, making them in fact hybrid dual-representation systems [87, 88] . The emerging architecture for such a dual-representation solid modeling systems is shown in Figure 8(a) . The constructive representation facilitates model creation and editing, often in terms of application specific constructions that reflect individual user's concepts and mentality, while the associated combinatorial representation supports other applications requiring generation, traversal, and spatial referencing. Computations may be performed against either representation. The combinatorial representation usually takes the form of a boundary representation, an approximate polygonal model, or an octree that is produced automatically from the constructive representation. Note that the representation conversion is one way: always from the constructive representation to the combinatorial one -partly because the inverse conversion problem is more difficult, but mostly because the conversion process does not usually capture the constructive semantics of particular applications. This implies that the combinatorial representations should not be allowed to be edited or modified directly, because this could lead to inconsistency between the two representations.
Parametric Interaction
But by the late 80's, parametric modeling acquired one new and decisively critical ingredient: the constructions and constraints were applied interactively and incrementally by making direct references to the previously constructed cellular representation of geometry [21, 109] . The resulting construction method was strongly reminiscent of the datum-based dimensioning system used by engineers, and the resulting graphical user interface resonated well with design- ers whose primary job was to produce engineering drawings fast and without mistakes.
The new parametric solid modeling systems have a complex multi-layered architecture (shown schematically in Figure 8(b) ) that combines constructive and combinatorial representations with constraint-solving and heuristic algorithms [32, 109] . As in the earlier systems, direct modifications of cells in the boundary representation is not allowed in this architecture, because this may lead to a loss of consistency with the corresponding construction; however, evaluation of every parametric edit does modify the cells in the boundary representation thereby affecting all future constructions that refer to this cell. Recall also that all combinatorial representations (including the boundary representations) support persistent spatial addressing, which means that every cell in the representation has a unique name that identifies the set of points associated with this cell. By contrast, the constructive representations define sets of points that may be indistinguishable from each other, as is the case with the connected components of a disconnected set defined by intersection of simpler sets. 23 When a solid modeling construction refers to a particular cell in the boundary representation (for example, a new hole is positioned with respect to an existing reference face), it assumes that the cell is persistent. But the cell itself was evaluated from an earlier construction, and may have a different name should the boundary model be regenerated at a different time with modified parameters or conditions. If the name of the reference cell changes, all future constructions change their semantics, resulting in a drastically different and unpredictable behavior(see example in Figure 9 ). The problem of assigning unique names to the cells in the boundary representation as they are generated from a parametric definition came to be known as persistent naming. It has been characterized formally and solved under certain conditions in [76] ; several heuristic approaches have also been proposed [19, 42] , but no general solution is known at this time. Thus, it should come as no surprise that the architecture of parametric modeling system as illustrated in Figure 8 (b) allows for the failed operation feedback loop. The parametric solid modeling systems do produce solid models, but not all constructions have well-defined semantics or are guaranteed to succeed, and however solid the results may be, they are often not predictable or repeatable.
But let us suppose for a moment that we completely solve the two difficult problems of persistent naming and of the representation conversion. Would that eliminate the apparent difficulties in the parametric modeling? Hardly. Consider the solid model generated in response to the parametric change shown in Figure 6 .2. Is the solid produced by the system correct? Maybe or maybe not, depending on your definition of correctness. In retrospect, it should not be surprising that parametric modeling does not guarantee the properties of the results beyond solidity. The classical mathematical models assumed in the scenario of Figure 1 correspond to instances, and do not reflect the parametric nature of the modeling systems.
Standards and Interfaces
Different users and applications often rely on different systems and representation schemes. The common approaches to the critical problem of data exchange and transfer include native translation, neutral standard file format, and standardized programming interfaces. The most general and ubiquitous approach is the neutral format because it does not require knowing a priori which systems are involved and does not lead to proliferation of special-purpose translators. Such formats were designed for the common CSG and boundary representations in early 80's and were later adopted as part of the international standards for product data description [66] . Work is currently underway to extend such formats for representation of parametric representations by including specification of common parametric constraints and constructions. This should allow systems to exchange representation of a nominal solid and the syntax for an associated parametric family, but cannot guarantee that this family is valid or is the same in all systems (see discussion above) [74] .
Most commercial solid modeling systems provide an application programming interface (API) that allows to access and compute with models in a given system. Standardizing on such an API is another way to alleviate the problem of data exchange. A number of limited proposals for such standard APIs have been made recently as surveyed in [74] . Since the stratification of a solid model into cells provides a common theoretical framework for unifying all representations, it also provides a basis for designing a representation-free API that is both formal and general. The initial effort towards that goal is described in [6] .
All existing approaches to data exchange and standardization are further undermined by the accuracy and robustness problems in solid modeling. Recall that the fundamental operations, in particular stratification and point membership classification, cannot be computed exactly and must be approximated in all systems. Different systems make widely varying and often incompatible assumptions about accuracy and precision of these and other approximations, at times making data exchange and standardization difficult or even impossible. Edit P =P = 0 1 2 Edit P =P = 0 1 2
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Correctness of this parametric update depends on a definition of parametric family and transformations. In this case, the transformation of the boundary representation is one-to-one, but the relative orientation between the adjacent cells is not preserved. Figure 9 . In the absence of standard mathematical models, parametric solid modeling systems often produce incorrect or inconsistent results.
Conclusions
Unsolved Problems and Promising Directions
Continuing improvements in computer representations, algorithms, and general computing technology have led to mature industrial strength implementation of the modeling scenario shown in Figure 1 . It is safe to predict that the improving data structures for increasingly complex geometric shapes, relatively efficient and tested algorithms for fundamental and enabling computations taking advantage of the latest techniques in hardware, and the increasing computing power will result in further evolutionary progress in specialized situations and the ever-growing array of engineering and consumer applications. But these advances alone are not likely to solve the major outstanding problems in solid modeling, because they require substantial revision of the fundamental premises and the assumed mathematical models. A number of such issues and promising directions are discussed below in a logical order that does not necessarily correspond to their importance or priority.
Robustness of geometric modeling computations and systems has remained a challenge, despite numerous advances in accuracy and consistency (see [24] for a sample of recent work). The fundamental issue is that the theory of geometric and solid modeling is based on the classical model of exact geometry, but engineering data and computations are almost always approximate. Strictly speaking, this means that no theorem of exact geometry can be assumed to hold in the approximate model, and it must be proved again in the presence of errors. It is not enough to compute the results very accurately and consider all special cases, because introduction of any errors may lead to inconsistent results and contradictions. An ultimate solution of the robustness problem requires recognizing the imprecise nature of the mathematical models and reformulation of the key concepts and computations. For example, what is the meaning of the approximate stratification (or intersection) of imprecise primitives and how is it related to the approximate point membership test?
Persistent naming of cells in a combinatorial representation in terms of the primitives and operations in the corresponding constructive representation is required in order to support regeneration, editing, and exchange of parametric models. Mathematically, the problem reduces to the difficult problem of indexing the connected components of an implicitly represented set. The most promising approach is to devise a new class of constructive representations, where every such component is named persistently by construction, for example using interactive datums and references.
Parametric families of solids is a widely accepted, but poorly understood, notion. Informally, since we are dealing with families of physical objects, it is reasonable to expect that small changes in the values of parameters of a given solid should result in another solid that is similar or is "near" the original solid. This should in principle eliminate the jumps, sudden changes, and other unpredictable behaviors observable in current systems. Formally, this assumption corresponds to the notion of continuity of the mapping from the parameter space into the space of subsets of E 3 and/or their representations [76] . And therein lies the major difficulty of parametric modeling: for a given representation scheme, there is more than one way to define the notion of continuity, and furthermore, different solid representations schemes imply different parametric families. Specifically, there are several distinct methods for defining continuous parametric families based on a boundary representation [76] , and they vary widely in their computational properties. 24 As expected, CSG and boundary representations of the same solid normally imply very different families [109] that may be related using tools from category theory [75] . Since most parametric systems rely simultaneously on the constructive and the boundary representations, generating and classifying solids in the combined family, as well as maintaining consistency between the distinct parametric families has emerged as a major technical challenge [35, 77] that must be met if there is any hope for computer interpretation of parametric models, such as those required in shape optimization or for standardization of parametric definitions.
Tolerancing and Metrology includes issues of accuracy, variability, measurement, and reconstruction, that are important in all manufacturing applications. One of the pillars of modern mass manufacturing, the doctrine of interchangeability of mechanical parts in an assembly, calls for precise geometric specification of when a part may replace another part in an assembly without affecting the functionality [36] . This suggests strongly that proper models for mechanical parts must include the notion of mechanical variation or tolerance and the procedure for deciding when two such parts are interchangeable. A simple minded approach to mechanical tolerancing is to endow some or all parameters of solid's representation with variations in ± range. While it is easy to implement, this approach suffers from several severe limitations, including restriction to perfect-form and ambiguous semantics. A geometric dimensioning and tolerancing (GD&T) approach that is more consistent with modern mechanical engineering practices is based on the notions of datums and tolerance zones and gives the basis for various national and international standards. Several researchers proposed mathematical extensions of solid modeling theory to accommodate GD&T [14, 82] , it is now clear that the formal semantics of the national standards are not completely defined. Despite massive efforts to mathematize the standards [115] , it will be some time before a standard approach to computational modeling of tolerances can be defined [126] , because this may require fundamentally reformulating the notions of variational control [116] . In the absence of a common mathematical standard, tolerances are being treated syntactically as attributes that are attached as labels to solid's features and surfaces. Nominal solid models can be used to plan sampling of the points on the surface of the corresponding actual parts, and numerous commercial packages will numerically fit the sampled data to curves and surfaces (typically using proprietary algorithms), but no such fitting algorithms are standard today.
Interoperability refers to the ability of solid modeling systems to exchange and compute on the models constructed by other systems or applications [40] . It plays the role of virtual interchangeability for computer models of mechanical parts. As such, full interoperability subsumes the issues of standardization, representation conversions, robustness, and well-defined semantics for parametric models and tolerances. Furthermore, it is clear that the very notion of interoperability depends on the application and the type of queries. Two solid models may be considered equivalent for the purpose of space packaging studies and point membership testing, but may not be interchangeable when it comes to performing engineering analysis, parametric studies, or manufacturing process planning. Systematic formulation and solution of such problems is a critical and fruitful area of research.
Physical field modeling is a natural generalization of solid modeling aimed at modeling spatially and temporally distributed physical properties. In a nutshell, the problem amounts to developing methods for representing, constructing, and manipulating discrete and continuous variations of physical quantities defined over a given geometric domain, subject to the postulated physical laws. For example, classical solid models presume material homogeneity, but new modeling techniques are needed to support design, analysis, and manufacturing of objects with materials that vary heterogeneously and anisotropically, resulting in products with superior structural properties, compliant mechanisms, and embedded sensors [72] . Similarly, engineering analysis requires representing and computing assumed physical properties (displacement, energy, temperature, stress, flux, etc.) over the solid's interior and boundary. The predominant approach to such problems requires conforming approximation of a given solid by a particular type of spatial discretization that supports numerical computations for the problem at hand. Finite-element and finite-difference meshing have emerged as a major research area and a substantial bottleneck to advances in engineering analysis [68] . From a practical point of view, such representation conversions are computationally intensive and numerically sensitive procedures that are difficult to automate; proliferation of different and often incompatible techniques further undermines the standardization, robustness, integration, and interoperability efforts described above.
More fundamentally, modeling of physical fields should generalize and subsume continuum and combinatorial solid modeling, as well as constructive and combinatorial representations. A suitable continuum generalization of an r-set is based on the concept of a fiber bundle [43, 135] with the solid model playing the role of the base space and the fiber space corresponding to the field defined over the solid. The corresponding generalization of the combinatorial model may be defined using algebraic topological cochains over finite cell complexes [69, 122] . Just as the notions of boundary and cycles are needed to define valid boundary representations, the dual notions of coboundary and cocycles formally capture the combinatorial physical balance laws that must be satisfied by all valid field models (see Figure 10) . It is reasonable to expect that the two models of the field problems -the continuum using fiber bundles and the combinatorial using cochains, provide different characterizations of the field that will lead to computationally complementary representations. For example, the fiber bundle model naturally leads to new methods for field description and analysis that are are not limited by the traditional mesh-based methods and difficulties [99, 105, 135] , while the cochain models of physical distributions have been instrumental in developing new geometric languages for describing physical phenomena [20] and improved numerical techniques that preserve the indicated physical laws [57] . A k-cochain associates a coefficient with every k-cell to represent a distribution of a physical quantity over a cell complex -in this case, a 2-cochain for a vector quantity distributed over the boundary of the solid. The cochain is a cocycle if its coboundary is 0, corresponding to the model of physical equilibrium with respect to the physical quantity.
Coboundary operation on k-cochain transfers the coefficients from every k-cell to all incident (k+1)-cells with +/-sign depending on relative orientation. Addition of coefficients yields the total quantities that enter the (k+1) cells through their boundary. Repeating the coboundary operation produces a (k+2)-chain with all 0-coefficients. Applications and Systems will continue to get faster, more robust, and sophisticated, but the breakthroughs in solid modeling technology require solving many of the above problems and introducing new mathematical models and paradigms. Thus, application of solid modeling to engineering problems involving complex physics, deformation, and phase changes (for example, those arising in etching, micromachining, compression molding, metal casting, and so on) requires either complete geometric characterization of the controlled transformations, or merging solid and physical field modeling techniques. By contrast, the current trend towards function-and criterion-driven design requires rethinking the role of geometric models in synthesis of mechanical artifacts, which over centuries has been reduced to catalogue search and posteriori numerical analysis. Each engineering function usually influences only some of the design shape, while the same geometry usually serves multiple functions [38] . Somewhat paradoxically these observations suggest that synthesis tools may be more effective with partial geometric information at different stages; this in turn demands updating the classical notions of informational completeness, validity, and membership classification in solid modeling to include more general physical and process characteristics.
Summary
Solid modeling was conceived as a universal informationally complete geometric language for describing physical artifacts in support of industrial automation. It has had a dramatic effect on those areas where the classical notions are sufficient. The evolutionary progress in solid modeling during the last decade led to dramatic improvements in speed, reliability, domain coverage, and widespread use of commercial solid modeling systems.
At the same time, solid modeling grew and expanded to the point where it is no longer adequately supported by the original theoretical foundations. Many emerging applications cannot guarantee the correctness of results, because they are often based on heuristic and/or idealized geometric analysis of the physical problems. Since the guarantee is not always possible or is too expensive to compute, heuristic and sometimes wrong answers seem to be tolerated, as long as they can be generated quickly and checked by a human user or another system for correctness and then used for the downstream applications, such as producing annotated engineering drawings, manufacturing process planning, or engineering analysis. Validity and guarantee appear to have been replaced by an effective and iterative paradigm that demands speed and interactivity, while supporting and encouraging incremental improvements in the solid modeling technology.
Taking a longer term view of the field, further progress in solid modeling requires development of new mathematical models to support computer representations of increasingly complex physical artifacts. A pragmatic approach is to assume that such models may be application dependent. In particular, design, analysis and manufacture of engineering systems is driven by manufacturing processes, physical criteria, variability and incomplete information. This suggests that the corresponding notion of the "informational completeness" of such solid models must be modified to recognize that these and other attributes are at least as important as the associated nominal geometry. 
