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51 Sammanfattning
Denna rapport beskriver vårt arbete utfört under hösten 2001 på Botech AB. Syftet med
arbetet var att vidareutveckla en befintlig produkt. Produkten som heter Hubit är en
kompakt dator med begränsade resurser utvecklad med avseende på övervakning av och
datainsamling från styrsystem. Det som detta arbete syftar till att tillföra Hubit är två saker.
Det ena är att Hubit inte längre bara skall kunna övervaka och samla data utan även styra
och reglera processer i fastigheter. Det andra är att man via ett grafiskt gränssnitt skall ha
möjlighet att konfigurera och konstruera kundanpassade lösningar på ett enkelt och effektivt
sätt.  Det finns vissa delar av arbetet som vi inte presenterar i denna rapport. Det är ren kod
vi skrivit under arbetets gång. Att denna kod inte presenteras är en överenskommelse
mellan oss och Botech. Detta påverkar varken förståelsen av denna rapport eller vårt arbete.
62 Abstract
This report is about the work that we have performed during Autumn 2001 at Botech AB.
The purpose with this work was to further develop an existing product named Hubit. Hubit is
a compact computer that is running Linux and has limited resources when it comes to
memory and storage. Hubit is designed to monitor and collect data from controller systems.
The two main objectives that we were about to develop was to make it possible for Hubit to
control a simple process and to find out some way to configure Hubit by using a graphical
language. The report is a description of our work and the methods we used to accomplish
our goals. Some parts of the project will not be presented in this report. They are mostly
C++ code. This is an agreement between us and Botech and it does not affect the
understanding of this master thesis.
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84 Inledning
Vi har under hösten genomfört vårt examensarbete vid institutionen för Reglerteknik vid
Lunds Tekniska Högskola, LTH. Utvecklingsarbetet har skett under hösten 2001 på Botech
AB i Malmö och i nära samarbete med deras anställda.
Botech AB startade sin verksamhet år 2000 och är samägt av HSB Malmö och CnC
Scandinavia. Affärsidén är att erbjuda fastighetsägare och boende rationella och
användarvänliga internetbaserade system och tjänster för driftövervakning, säkerhet,
komfort, trygghet och information. Lösningen skall skapa mervärden och vara
kostnadsbesparande för såväl fastighetsägare som boende. Visionen är att Botech AB skall
vara det ledande företaget inom segmentet i Norden och med stor försäljning även i Europa
och globalt.
Målet med examensarbetet var att vidareutveckla en av Botechs befintliga produkter.
Produkten som heter Hubit är en kompakt dator med begränsade resurser utvecklad med
avseende på övervakning av och datainsamling från styrsystem. Examensarbetet syftade
främst till att tillföra Hubit förmågan att reglera och styra olika typer av processer. För att
detta skall bli praktiskt användbart så fanns även önskemål om att kunna konfigurera och
programmera Hubit i ett grafiskt gränssnitt. Det ställdes, med tanke på Hubits begränsade
reesurser, krav på att systemet inte fick ta upp för mycket minne. Systemet skulle vara
enkelt att använda samt vara lätt att utveckla vidare.
95 Bakgrund och förutsättningar
Vår bakgrund är en allmän inriktning av Elektrovetenskap på LTH. Vi har dock haft en
inriktning mot programmering och utveckling i realtidssammanhang, främst i kurserna
Realtidssystem och Realtidsprogrammering. Det som vi däremot inte hade sysslat speciellt
mycket med innan projektet var C++ och Linux. Att all utveckling skulle ske under Linux och
stora delar av programmeringen i C++ såg vi dock inte som ett problem utan snarare som
en utmaning och nyttig träning inför framtiden.
Bakgrunden till detta exjobb finns i ett annat exjobb utfört av John Bindby och slutfört
april 2001 [1].
5.1 Byggnadsautomation
Byggnadsautomation är idag ett väldigt aktuellt ämne. Mycket förenklat kan man säga att
det finns två kategorier. Den ena varianten är de funktioner som gör ditt liv lite ”lyxigare”.
System som till exempel släcker ljuset när du går hemifrån, automatisk blombevattning och
så vidare. En annan variant är system som sköter det som vi finner som självklart i våra
hem. Exempel på detta är varmvatten, rumstemperatur och ventilation.  Det har under en
längre tid funnits system som har reglerat och kontrollerat detta. Dessa system har under
åren blivit mer och mer datoriserade för att idag vara små datorer som man kan
programmera helt fritt till att styra vad man vill. De tidiga varianterna var utpräglade för att
sköta en speciell uppgift, till exempel att hålla varmvattnet vid rätt temperatur.  I de flesta
hyreshus idag sker denna uppvärmning med hjälp av fjärrvärme i en undercentral1. Det är
denna variant som vi har valt att titta lite närmare på i vårt examensarbete.
Ett hyreshus har oftast vattenburen värme och det fungerar rent fysiskt så att varmt
vatten cirkulerar i elementen. Detta vatten värms upp i undercentralen då det passerar
genom en värmeväxlare där fjärrvärme är värmekällan. Temperaturen på vattnet i
elementet regleras efter temperaturen utomhus. Att man reglerar efter utomhustemperatur
och inte efter ett fast börvärde gör att man både får en mer behaglig och mer ekonomisk
uppvärmning. Reglering av hur varmt man vill ha det i det enskilda rummet sker ofta direkt
på elementet. Det man styr i undercentralen är alltså hur mycket fjärrvärme som skall
släppas igenom värmeväxlaren och det man mäter är temperaturen ute och temperaturen
på vattnet som cirkulerar.
Tappvarmvatten och ventilation fungerar enligt samma princip. Utöver själva regleringen
av vattentemperatur tillkommer larmhantering, styrning av pumpar osv.
Det ställs idag allt högre och högre krav på att system som är tänkta för att sköta dessa
”vanliga” uppgifter även skall kunna klara av andra mindre uppgifter av de mest skiftande
karaktärer.
Exempel på detta är:
· Stänga av strömmen till tvättstugans maskiner klockan 22
· Tända utomhusbelysningen då skymningsreläet slår till
· Mäta koloxidhalten i luften i garaget
· Dra in markiserna om det blåser för mycket
Det krävs därför av kommande system att de skall vara både lätta och snabba och
programmera samt att de måste vara flexibla. Därför måste man tillhandahålla både enkel
                                        
1 Undercentral är ursprungligen styrenheten där värmeregleringen skedde. Idag används
det ofta för det rum där uppvärmningen sker.
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programmering i form av färdiga block men även en möjlighet till att fritt kunna
programmera systemen.
5.2 Syfte och mål
Syftet med projektet var att utveckla Hubit till en mer komplett produkt. Botech hade
önskemål om att Hubit skulle kunna sköta reglerprocesser till exempel reglering av tapp-
varmvatten, ventilation mm i hyreshus. Vi hade även ett annat mål nämligen att
programmering och konfiguration av Hubit skulle ske genom ett grafiskt gränssnitt där man
till slut skall kunna programmera hela undercentraler. Den modul som var viktigast för oss
att tillföra var en enkel regulator. Vi skulle även ta fram idéer om hur den grafiska
programmeringsmöjligheten skulle fungera. Ett krav var att vår regulator skulle fungera
minst lika bra som de som sitter på plats nu.
5.3 Hubit
Hubit är en fristående enhet som är uppbyggd på en plattform med följande
specifikationer:
x86 baserat PC104 system (586dx 133, 16M/16M)
Linux nerbantat (4M/4M) med kärna version 2.2.14
GNU C++ kompilator
GNU C/C++ library
MySQL för Linux (Server del)
Hubit använder sig som synes av en nerbantad version av operativsystemet Linux. Det
finns stöd för kommunikation via Telnet, ftp, http samt e-mail vilket gör att det är väldigt
enkelt att kommunicera med Hubit. Det system vi har byggt ut är uppbyggt av moduler
kring en kärna. Modulerna kommunicerar sinsemellan med paketförmedlad data. Kärnan
förmedlar paket mellan modulerna, se figur 1.
Figur 1 Hubits paketförmedling
Det första kärnan gör vid uppstart är att läsa in en konfigurationsfil (box.conf se Appendix
B). Denna fil innehåller all information om hur modulerna skall konfigureras samt hur de är
sammankopplade. När en modul startas så anropar modulen kärnan för att få reda på sin
konfiguration. När modulen är konfigurerad meddelar den detta och nästa modul frågar efter
sin konfiguration. När samtliga moduler är uppstartade och konfigurerade kan de
kommunicera med varandra genom att skicka datapaket via kärnan.
Varje modul har i princip två olika lägen den kan befinna sig i vid drift. I det ena läget
placeras de instruktioner som skall utföras även om någon data inte kommit in till modulen,
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t.ex. kontroll av timer, utskick av köad data mm. Det är även lämpligt att utföra lägre
prioriterade beräkningar och uppdateringar av parametrar i detta läge.
Det andra läget körs när modulen får in data. Här utförs huvuddelen av modulens
beräkningar. När funktionen utfört beräkningarna så meddelas kärnan om huruvida modulen
har någon data som skall skickas till andra moduler eller inte. Om man vill skicka samma
data till flera moduler så måste man lägga denna data i en kö.
5.4 Craft
Vår första tanke var att vi skulle utveckla ett helt eget grafiskt programmeringsspråk. För
att göra utvecklingsverktyget oberoende av plattform bestämde vi ganska snabbt att det
skulle skrivas i Java. Vi fick tips av vår handledare från skolan om ett klasspaket som heter
JGO och saluförs av NorthWoods (www.nwoods.com). Detta paket innehåller stöd för en
mängd funktioner som vi ansåg vara relevanta för projektet t.ex. drag and drop, undo redo
mm. När vi presenterade denna idé för Botech blev dock vi bemötta med en viss skepsis.
Den största stötestenen var att det skulle innebära en investeringskostnad för Botech på ca
10 000 sek. (895 $) per utvecklingslicens.
Som motförslag presenterade Botech i stället ett projekt som de hade under utveckling
(hädanefter refererat till som Craft). Craft är ett verktyg för att skapa och publicera
webbsidor med informativa bilder av undercentraler. Efter övervägande beslutade vi oss för
att vi skulle försöka integrera vårt projekt i Craft. Detta hade både fördelar och nackdelar.
Det som vi ansåg vara de största fördelarna var att vi för det första fick erfarenhet av att
samarbeta med andra på företaget och för det andra att vi kunde presentera en bättre
helhetslösning. Det som var de största nackdelarna var att vi fick göra avkall på en del av
våra idéer samt att vi saknade kontroll över när saker och ting skulle bli färdiga.
5.5 Problem
I dagens undercentraler finns det ett problem med att få system från olika tillverkare att
fungera väl tillsammans. Här är Hubit en mycket bra lösning eftersom den kan kommunicera
med vilken utrustning som helst bara man skriver drivrutiner för det. De problem som vi nu
löst är dels att Hubit saknat regleringsmöjligheter samt att stora system varit mycket
krångliga att koppla samman med stor risk att göra fel. Denna risk minskar drastiskt tack
vare överskådligheten i den grafiska programmeringsmöjligheten.
5.6 Begränsningar
Det är alltid svårt att i början begränsa sig till vissa områden eftersom det är så mycket
som verkar vara intressant. När man skall uppskatta tiden så underskattar man ofta (alltid)
hur lång tid det skall ta att genomföra de olika stegen och beräknar med den så kallade
”optimistfaktorn” (allt tar minst 3 gånger så lång tid). Vi fick dock bra hjälp av våra
handledare med vad som kunde vara lämpligt och möjligt att hinna med. De övriga idéer vi
fick under arbetets gång kommer vi att presentera i kapitlet ”Framtida utveckling”. Den
största begränsningen som vi upplever det nu är avsaknaden av att fritt kunna programmera
moduler i det grafiska språket. Detta är en högst önskvärd funktion men den är också
mycket tidskrävande att utveckla.
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6 Utvecklingsarbetet
6.1 Tillvägagångssätt
Det vi startade med var Hubit och dess kärna. Dess funktionalitet och implementation
skulle vi inte röra. Detta tillsammans med vårt mål att skapa ett system för
fastighetsautomation gav förutsättningarna för vårt examensarbete. Det vi återanvände från
de tidigare implementationerna var bara kärnan och dess API, med andra ord
paketförmedlingen.
De implementationer som Hubit var gjord för tidigare var kommunikation i en kedja av
moduler. En modul kommunicerade med nästa, se figur 2.
Figur 2 Skiss över befintliga hubitkommunikation
Eftersom detta hade varit kraven innan så var protokollet och kärnan implementerade så
att alla moduler som var kopplade till sändarmodulen fick datapaketet utan avseende på
vem det var avsett för. Likaså innehöll paketet ingen avsändaradress. Detta skapade
problem då vi ville göra ett friare system där man kunde skicka paket mellan vilka moduler
som helst och ändå veta vad man skulle göra med dem, se figur 3.
Figur 3 Skiss över vår modulsändningsordning
Vår tanke var att programmera block som användaren skall kunna kombinera för att lösa
en större uppgift. Exempelvis logiska block som kan byggas ihop till större kopplingsnät.
Dessa block kopplas ihop i en konfigurationsfil som läses in när programvaran, kärnan,
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startas upp. Varje block blir alltså en egen exekverbar fil. Lösningen fungerade utmärkt i det
avseende att vi kunde programmera små nät som beräknades korrekt. Det vi inte hade
tänkt på var att varje modul upptar 200-300 Kb i minnet oavsett hur avancerad modulen är.
Mellan dessa tal ryms allt från den enkla and-grinden till mer komplicerade moduler.
Med tanke på de begränsade resurser som finns i en dator som Hubit så är detta ingen
önskvärd situation. Tillsammans med handledare på Botech så kom vi fram till en ny lösning.
I huvudsak går den ut på följande. I stället för att implementera varje byggblock som en
egen modul så skapas en modul som kan innehålla ett godtyckligt antal byggblock, så
kallade funktionsblock. Det är av prestandaskäl dumt att göra om alla moduler till
funktionsblock så därför konstruerade vi tre olika typer av moduler där endast den ena
typen innehåller funktionsblock.  Den första typen är drivrutiner som specifikt kan
kommunicera med en typ av utrustning i omvärlden. Den andra är IOShell som kopplar ihop
mätpunkter i verkligheten med virtuella mätpunkter som används internt i Hubit. Den tredje
typen är Uccont, den modul som tillhandahåller möjligheten att kombinera funktionsblock.
Mer om implementationen av lösningen kommer i kapitlet ”Implementation”.
Arbetet har präglats av tanken på att det skall vara lätt att bygga vidare. Det vi har tagit
fram är inte en slutgiltig version av något användbart utan snarare en stabil grund att bygga
vidare på. Mängden funktioner i UCcont måste utökas och likaså drivrutinerna. Vi har likaså
försökt att bygga in så få begränsningar som möjligt i form av antal funktioner, antal block
av samma typ och så vidare. Likaså är typen av data som kan skickas mellan modulerna
tänkt att vara helt öppen.
6.2 Systemskiss
Grundläggande för hela uppbyggnaden är det protokoll enligt vilket vi skickar data mellan
modulerna. Protokollet beskriver vem som sänder, vem som tar emot, vad det är för typ av
paket som kommer och vilken datatyp som skickas. Protokollets uppbyggnad visas i figur 4.
Figur 4 Skiss över protokollet
Figur 5 Rad ur box.conf med tillhörande koppling
Figur 5 visar en rad ur box.conf samt den koppling som raden beskriver. ”22” är namnet
på en modul, i detta fallet av typen UCcont. Sender och Reader är alltid modulnamn, i detta
fall råkar det vara samma modul. Sen har Timer145’s utgång OUT kopplats ihop med
Logger141’s ingång TIMER. Utgången Timer145.OUT är SubSender medan ingången
Logger141.TIMER är SubReader.
22.Logger141.TIMER = 22.Timer145.OUT
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Som beskrivet tidigare så kan man inte skicka ett paket till en specifik modul utan man
kan bara skicka iväg paket till kärnan. Sedan ser kärnan till att skicka paketet vidare till alla
moduler som är kopplade till avsändaren. Varje modul som tar emot paket måste alltså själv
ansvara för kontroll om paketet är avsett för modulen och vad som i så fall skall göras.
Kommer paket till en modul som inte är avsedd som mottagare lämnas paketet utan åtgärd.
Denna kontroll har vi implementerat så enkelt som att jämföra Reader med
modulnamnet.
Som ses ovan finns även variabeln SubReader. Detta används i fall en modul är uppdelad
i mindre enheter, såsom IOShell’s olika portar eller som UCcont’s olika funktioner.
Sender och SubSender är motsvarande avsändare. Pakettyp är en beskrivning av vad
som skall göras med paketet, om man till exempel vill fråga efter eller sätta ett värde.
Datatyp beskriver hur man skall tolka det som kommer i datafältet, om det är en boolean
eller två double till exempel.
Man kan enkelt definiera både nya pakettyper och nya datatyper. Man måste se till att de
moduler som kan komma ifråga som mottagare kan hantera dessa nya typer. Om en modul
får in en felaktig eller okänd datatyp så kan det leda till att modulen antingen ger en
okontrollerad utsignal eller upphör att exekvera. Detta i sin tur kan leda till att hela systemet
slutar att fungera.
Idag finns de vanliga typerna av data, boolean, integer, double, string. Dessutom finns
ett par specialtyper anpassade efter speciella tillämpningar, såsom Doubletime, en typ
innehållande en double och två long int.
Tanken här är att det skall vara lätt att bygga ut och därför har vi inte lagt några som
helst begränsningar på vad som kan skickas med i dessa paket. Vissa begräsningar finns
givetvis men de ligger snarare i det yttre protokollet med vilket paket förmedlas mellan
moduler och kärnan. En begränsning är att hela paketets längd måste kunna representeras
med ett 32 bitars tal.
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7 Implementation
7.1 Moduler
Vi har implementerat följande moduler:
Drivis_Exo som är en drivrutin för att kommunicera med Exomatics hårdvara
Drivis_Siox som är en drivrutin för att kommunicera med hårdvara via Siox-protokoll.
IOShell fungerar som en länk mellan verkligheten, via drivrutinerna, och övriga moduler
i Hubit.
Uccont där användaren bestämmer hur värden på insignaler skall behandlas.
Translater som är en modul för att kommunicera med moduler som kommunicerar enligt
det gamla protokollet.
7.1.1 UCcont
Denna modul är den där användaren kan bestämma hur systemet skall reagera på olika
insignaler samt vilka utsignaler som skall sättas. Detta sker genom att användaren kopplar
ihop olika funktioner, små block. Dessa block är förprogrammerade och kan till exempel vara
en and-grind. En utsignal från ett block kan vara insignal till nästa block osv. Ett block
beräknas då någon av dess insignaler har uppdaterats. På så sätt flyter en insignal igenom
modulen. Utöver den vanliga insignalen finns det en annan typ av ingång till ett block,
parametrar. De, till skillnad från insignalen, triggar ingen beräkning i blocket då den
uppdateras utan den påverkar bara nästa beräkning i blocket.
En utgång kan delas upp till flera insignaler och/eller parametrar men flera utgångar kan
inte gå samman och bilda en insignal, se figur 6.
Figur 6 Exempel på ihopkopplingar
Ser man på kopplingarna ovan så kan man säga att resultaten av en beräkning i ett block
”lagras i” linjerna, för varje linje finns det reserverat en plats i minnet för att lagra ett värde.
Ihopkopplade in- och utgångar kan alltså ses som samma punkt. Dessa linjer har var sin
plats i en vektor där alla värden som finns i UCcont är representerade. Denna vektor ligger i
en egen klass, UC_var, som innehåller alla variabler som är gemensamma för UCcont och de
små klasser som varje block utgör.
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Blocken är små egna klasser som anropas från UCcont. Alla dessa klasser är relaterade till
FuncObj enligt figur 7.
Figur 7 Klassärvningsdiagram
I FuncObj är två funktioner deklarerade virtuella, nämligen Calculate och
CheckTimeToRun. Calculate är implementerad i alla blockfunktioner sedan. Det är denna
funktion som anropas när blocket skall beräknas.
Vid uppstart skapas en instans av varje typ av block som används i UCcont. Vid
skapandet av dessa instanser skickas det med en referens till UC_var så att funktionen kan
hitta vektorn med värden. Hur kan då funktionen veta vilka värden den skall använda? I
anropet av en blockfunktion skickas tre vektorer med, en för insignaler, en för parametrar
och den sista för utsignalerna. Dessa vektorer innehåller alla tal som refererar till positioner i
värdevektorn. Funktionen använder värdena för insignaler och parametrar och beräknar vad
nu funktionen skall beräkna och sparar dessa värden på platserna för utsignalerna.
Ordningen som funktionerna exekveras finns sparat i en annan vektor som även håller
reda på vilka insignaler, parametrar och utsignaler som hör till varje block. Denna vektor
byggs även den upp i uppstarten av UCcont. Denna vektor innehåller en pekare till ett block
av typen FuncObj. Vilken typ av funktion som anropas, om det är ett and-block eller or-
block, vet alltså inte UCcont och behöver inte heller veta eftersom de anropas likadant.
För att spara lite tid så beräknas som sagt bara de block vars insignaler har uppdaterats.
I nästa vektor sparas de positioner i värdevektorn som har fått sitt värde uppdaterat. Denna
vektor jämförs med positionerna för insignalerna. Finns någon insignal med så anropas
blocket. Positionerna för dess utsignalerna läggs sedan till i vektorn med uppdaterade
positioner och nästa block kollas.
När det kommer en signal från en annan modul så finns det en speciell vektor,
TranslateIn, som innehåller alla insignaler från andra moduler och referenser till vilken
position i värdevektorn som signalen hör till.
När sedan alla berörda block har blivit beräknade och värdevektorn innehåller
uppdaterade värden så skall eventuella signaler ut från modulen skickas till de moduler som
skall ha dem.
Då finns det ytterligare en vektor, TranslateOut som innehåller de positioner i
värdevektorn som är "utsignaler" från UCcont.
FO_and
FuncObj
FO_orFO_PID FO_xor
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Figur 8 kopplngsnät
För att förenkla förståelsen av uppbyggnaden av UCcont så kommer här ett exempel som
baseras på kopplingsnätet i figur 8. Lite förenklat så ser funktionsvektorn för detta nät ser ut
som följer:
A B C D
1,2 3,4 5,6 6,7
5 6 7 8
Det som saknas i vektorn är minnesadressen till funktionerna. I övrigt innehåller
datastrukturen som finns på varje plats i vektorn, följande; funktionsnamn, insignaler,
parametrar och utsignaler.
Låt oss anta att ett paket som innehåller signal 1 kommer in till UCcont. Värdet som finns
i signal 1 lagras på plats 1 i värdevektorn. Sedan lagras det i Update att position 1 i
värdevektorn har blivit uppdaterad.
Nu gås funktionsvektorn igenom. Det kollas om funktion A är beroende av signal 1. Så är
fallet så blocket beräknas och utsignalen lagras på position 5 i värdevektorn. 5 läggs i
Update.
Nästa funktion, B, är varken beroende av signal 1 eller 5 och därför beräknas inte detta
block. Funktion C däremot är beroende av signal 5 så det beräknas och därefter beräknas
även funktion D som är beroende av funktion C’s utsignal. Update ser efter dessa
beräkningar ut så här:
Nu när man har gått igenom hela funktionsvektorn så gäller det bara att se till att de
signaler som skall skickas vidare ut ur UCcont blir skickade. Alla signaler som går ut från
UCcont finns lagrade i TranslateOut. Den vektorn innehåller i detta exempel bara signal 8.
Nu jämförs Update och TranslateOut, innehåller dessa några gemensamma signaler så
skickas dessa ut. I det här fallet är det signal 8 som sänds vidare. Beräkningsomgången är
avslutad.
Vilka insignaler och dylikt som varje block har definieras i box.conf. I uppstarten tolkas
denna fil och plats i minnet skapas för varje önskat värde som man vill spara. Här finns även
möjlighet att skapa "interna" variabler för varje block, tillståndsvariabler osv.
Varje beräkningsomgång och uppdatering av utsignaler sker alltså när en insignal till
modulen har kommit. Detta är kanske inte alltid rätt, ibland kan det vara önskvärt att något
sker spontant. För detta så finns ytterligare en funktion deklarerad virtuell, TimeToRun.
Denna funktion kan implementeras i de olika blocken med villkor för när blocket skall
generera en utsignal. Det block som hittills finns med denna funktion är Timer som med ett
intervall skickar ut en puls.
1
1,5
1,5,7,8
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7.1.2 IOShell
IOShell är den modul som är länken mellan verkligheten, via drivrutinerna, och
modulerna inne i Hubit. Modulen kan innehålla ett godtyckligt antal portar som var och en
kan konfigureras på en mängd olika sätt. Under utvecklingen har vi haft tre stycken olika
typer av system i tankarna, Siox, Exomatic och EIB. Siox och Exomatic skickar endast
signaler när de har fått in en fråga. EIB däremot är händelsestyrt, d.v.s. det kan komma en
insignal utan att vi har bett om det. För att IOShell skall veta var en sådan plötslig insignal
skall någonstans så tittar IOShell endast på vilken adress som signalen kommer ifrån och
skickar den sedan vidare till de moduler som är kopplade till denna port. Det finns även ett
sätt att göra Siox och Exomatic "händelsestyrda". Detta gör man genom att konfigurera
IOShell så att den tvingar drivrutinerna till att ligga och polla av portar. Detta kan vara en
användbar funktion men man bör inte använda sig av för många pollande portar eftersom
det är tidskrävande för omgivningen att hela tiden ligga och fråga.
IOShell sköter även konvertering mellan olika givarestandarder, till exempel PT100,
PT1000, Ni1000 m fl. Detta är en stor fördel eftersom man då vid ett eventuellt givarbyte
endast behöver konfigurera om den berörda porten och inte modulerna innanför IOShell
eftersom dessa hela tiden arbetar med korrigerade signaler.
                  
Figur 9 IOShell’s konfigurationsalternativ (Craft)      Figur 10 Visar drop down meny för val av drivrutin
Figur 9 och figur 10 visar hur konfigurationen för IOShell ser ut i Craft. De olika raderna
har följande funktioner.
Driver anger vilken typ av drivrutin som skall användas. För att eliminera risken för
felskrivning och för att tillhandahålla ett smidigare gränssnitt har vi valt att pressentera
befintliga drivrutiner med en drop down meny, se figur 9.
Duc2 anger första delen av adressen den som talar om vilken duc data skall skickas till.
Eftersom de olika typerna av system har olika sätt att representera sina adresser så tillåter
vi här att fri text används.
Point anger den andra delen av adressen, den som talar om vilken punkt det är. Även
här är det fri text som gäller.
Typ talar om vilken konverteringsform som skall användas, i detta fall används ingen
konvertering.
Multiplikator är till för att man om man så önskar skall kunna skala signalen med ett
godtyckligt polynom.
Timer anger hur ofta man skall uppdatera värdet.
Mode anger vilken typ av signal som skall läsas in från punkten. Det är här som man kan
ange om man vill att punkten skall pollas. Även här är det fråga om en drop down meny som
pressenterar de möjliga alternativen.
ComPort talar om vilken comport som skall användas av drivrutinen. Detta är
nödvändigt om man vill ha möjlighet att styra olika system på de olika comportarna. De
portar som finns tillgängliga presenteras i en drop down meny.
                                        
2 DataUnderCentral. En enklare dator som sköter styr och reglerförlopp.
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7.1.3 DrivisExo
Denna modul är en drivrutin för att kunna kommunicera med Exomatics protokoll. Den
uppgift som drivrutiner har i vårt system är att översätta informationen i generella paket till
paket som är specifika för varje protokoll. Drivrutinen fungerar även andra riktningen och
tolkar Exomatics paket och översätter dessa till vårt protokoll.
Exomatic har en mängd olika kommandon och olika anrop för att komma åt olika saker i
Exomatics ducar. Vi har bara implementerat en liten del av dessa för att kunna sköta det
mest nödvändiga. De funktionaliteter vi har är att kunna skriva och läsa flyttal och logiska
värden. Checksummaberäkning finns samt funktioner för att fråga på nytt i de fall
checksumman är fel.
7.1.4 DrivisSiox
Fungerar på liknande sätt som DrivisExo. Modulen är gjord för att man skall kunna
kommunicera med till exempel Telefrangs Siox-moduler.
7.1.5 Translater
Vi upptäckte vid ett par tillfällen att det skulle vara användbart om man kunde koppla
samman våra moduler med de moduler som redan finns till Hubit. Problemet då är att de
gamla modulerna tolkar vårt protokoll som data vilket leder till att de får felaktiga värden
och i värsta fall kraschar. Detta löser vi med en enkel översättarmodul som helt enkelt tar
bort vår protokolldel och sedan skickar vidare data till den önskade modulen. Översättaren
klarar även paket som skickas i andra riktningen d.v.s från det gamla till det nya. Det den
gör då är att lägga till vårt protokoll.
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7.2 Funktionsblock
7.2.1 And-block
And-block fungerar som en vanlig and-grind med valfritt antal ingångar.
7.2.2 Or-block
Or-blocket är en konventionell or-grind som sätter ut en etta om
någon av ingångarna är en etta. Även denna funktion klarar valfritt
antal in- och utgångar.
7.2.3 Nand- och nor-block
Nand- och nor-blocken fungerar precis som And- och
Or-blocken fast med inventerad utgång.
7.2.4 Xor
Xor-blocket är ett logiskt block som får en etta på utgången om
insignalerna är olika. Är insignalerna uteslutande nollor eller
uteslutande ettor blir utgången en nolla.
7.2.5 Setpoint
Setpoint har ett antal parametrar som specificerar en kurva.
Första hälften av parametrarna är y-värden och andra halvan x-
värden. Utsignalen är det värde som motsvarar insignalens längs den
kurva som specificeras av parametrarna, se figur 11. Blocket klarar
av ett valfritt antal brytpunkter.
Figur 11 Börvärdeskurva
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7.2.6 PID
PID-blocket är en enkel form av den traditionella PID-regulatorn.
Den består av tre delar: Proportionell (P), Integrerande (I) och
Deriverande (D). Alla tre delarna kan användas tillsammans eller var
för sig.
Blocket ger en utsignal mellan valfritt min- respektive maxvärde.
Regulatorn kan ha normal eller inverterad funktion. Inverterad
betyder i detta fall att regulatorns signal ökar om insignalen är för
stor och vice versa. I övrigt har regulatorn P-, I-, och D-del som ställs
in med gängse parametrar.
Överföringsfunktionen för PID-regulatorn ser ut som följer:
På grund av avtal mellan oss och Botech så kan vi inte publicera någon färdig kod.
Regulatorkoden bygger i alla fall på koden nedan. Vi har anpassat den till Hubit och lagt till
funktioner för inverteringen av utsignalen samt de valfria begränsningarna av utsignalens
storlek.
Regulatorn förutsätter att insignalen består av ett flyttal och en tidstämpel, time. Detta
medför att regulatorn själv håller reda på tidsintervallet mellan insignalerna och på så sätt
kan beräkna en korrekt integral- och derivatadel.
                         
y:= ADIn(ychan)
h:= time – oldtime
oldtime: = time
e := yref - y
D := ad * D - bd * (y - yold)
v := K*(beta*yref - y) + I + D
if mode = auto then u := sat(v,umax,umin)
else u := sat(uman,umax,umin)
DAOut(u,uchan)
I := I + (K*h/Ti)*e + (h/Tr)*(u - v)
if increment then uinc := 1
elsif decrement then
uinc := -1
else
uinc := 0
uman := uman + (h/Tm) * uinc + (h/Tr) * (u - uman)
yold := y
ad := Td / (Td + N*h);
bd := K*Td*N / (Td + N*h);
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7.2.7 Less, More
Less- och More-blocken jämför insignalen med en
parameter. Är insignalen mindre respektive större än
parametern så sätts utsignalen. Blocket är i denna version
gjort för att jämföra flyttal, men kan i princip jämföra vad
som helst om dessa typer läggs till.
7.2.8 Timer
Timer har en parameter som specificerar ett tidsintervall. Vid varje
tidsintervalls slut sätts en etta på utgången. Nästa gång blocket kollas
nollställs utgången, dock utan att blocket meddelar att utsignalen
uppdaterats. Detta för att man inte skall trigga en ny beräkning. Man
vill bara trigga beräkningar när timern löser ut. Timerintervallet är helt
valfritt och kan i princip gå ner till 10 ms eller snarare till den frekvens med vilken Hubit
anropar sina moduler.
7.2.9 Invert
Invert är ett block som inverterar en logisk signal.
7.2.10 Log
Utsignalen från Log-blocket är en tabuleringsseparerad textsträng
som innehåller vilken signal man loggar, signalens värde samt
tidpunkten man loggar den vid. In i blocket har man en insignal och tre
parametrar. Som parametrar har man dels det värde man vill logga,
dels vilken datatyp detta är och sen i vilket format man vill ha
tidstämpeln. Utsignalen kan skickas till vilken modul som helst, till exempel en SocketClient
som i sin tur skickar vidare paketet via TCP/IP-protokollet.
De datatyper som kan loggas nu är logiska, flyttal, flyttal med tidstämpel och strängar.
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8 Det grafiska utvecklingsverktyget
8.1.1 Uppbyggnad
Den ursprungliga versionen av Craft som var utvecklad för att generera webbsidor
passade oss ganska bra men vi var dock tvungna att göra en del anpassningar för att det
skulle passa vårt syfte, nämligen att generera den textfil som krävs för Hubit. Craft fungerar
så att varje enskilt objekt som man kan använda beskrivs i en fristående XML-fil. När man
väljer ett objekt läser Craft in tillhörande fil och objektets egenskaper görs tillgängliga både
för avläsning och om man så önskar editering. För att man skall kunna bestämma vad som
skall genereras av Craft så använder man sig av olika ”taggar” där vissa skrivs ner medan
andra bara är till internt för Craft. Varje objekt har två speciella egenskaper kallade
händelser och metoder. En händelse är det samma som en koppling ut från objektet. Det är
med denna uppbyggnad mycket enkelt att skapa olika typer av utgångar. En metod
motsvarar en ingång till objektet, även här är det mycket enkelt att ha flera olika typer. Den
stora skillnaden mellan vår version av Craft och standardversionen är vad som genereras.
Originalversionen genererar HTML-kod medan vi skapar en textfil. Mallen för hur textfilen
skall se ut finns i en finns i en separat fil där man angivit vilka ”taggar” man vill skall
användas man beskriver även hur strukturen skall vara samt var man skall placera de olika
egenskaperna till exempel kopplingar mellan objekt, egenskaper för objekt mm. Textfilen
skapas sedan utefter de förutsättningar som angivits i mallen. Formatet på den genererade
textfilen stämmer dock inte helt med det format som krävs av Hubits kärna. För att lösa
detta problem har vi skrivit en prekompilator som omarbetar textfilen till rätt struktur.
8.1.2 Nya objekt och grupper
Om man vill skapa ett nytt objekt i Craft så kan man göra detta på två olika sätt. Dels så
kan man skriva en ny XML-fil. Detta kräver en del kunskap och tar lite tid. I gengäld så har
man full kontroll över vad som sker och man kan enkelt ändra egenskaper. Det andra sättet
är att gruppera ett antal objekt i Craft och sedan exportera dem som ett nytt objekt. Detta
är en mycket smidig metod men man kan då inte få in några nya eller ändra några gamla
egenskaper. Det är dock en stor fördel att möjligheten till export finns eftersom man ofta
utgår ifrån samma grundstrukturer. Vill man göra detta kan man enkelt exportera denna
struktur till ett nytt objekt med en egen XML-fil.
En mycket viktig egenskap hos grupper är primary group. Denna egenskap talar om att
gruppen motsvarar en modul i Hubit. Om ett funktionsblock markeras som primary group
eller om en tänkt modul inte gör det så kommer systemet inte att fungera.
8.1.3 Prekompilatorn
Prekompilatorn har två huvudfunktioner, dels se till så att all text är korrekt formaterad
dels se till så att ordningen för skapandet av funktionsblock är korrekt.
Det första som prekompilatorn gör är att leta reda på vilka moduler som skall startas i
Hubit. Dessa rader hittar man eftersom de innehåller en var-deklaration vilket de är
ensamma om. Prekompilatorn ger dessa moduler ett unikt ID. När detta är klart ersätts
modulnamnen på samtliga platser i textfilen med det nya ID som modulen tilldelats. Att vi
valt att byta ut namn mot ett ID beror på att vi då får ett kortare protokoll och slipper
jämföra strängar.  Detta illustreras i figur 12.
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Figur 12 Utdrag ur konfigurationsfilen visande modulerna med sina respektive ID
Därefter kontrolleras om det finns någon rad som innehåller semikolon. Semikolon är ett
reserverat tecken och alla rader som innehåller detta kommer att brytas och en ny rad med
samma söknyckel kommer att skapas. Detta gör att det blir flexibelt och enkelt att ha
möjlighet till godtyckligt antal inparametrar med samma söknyckel till modulerna, se figur
13.
Figur 13 Exempel på hur semikolonseparering behandlas
Inläsningen och tolkningen av konfigurationsfilen kräver att samtliga kopplingar är
formaterade enligt
Module1.SubReader.OUT = Module2.SubSender.IN
Detta kontrolleras även i prekompilatorn. Samtidigt som det kontrolleras så jämförs
modulerna med varandra. Om det är en koppling mellan två olika moduler så kräver kärnan
en rad som innehåller
Module2.IN = Module1
Denna kopplingsrad läggs endast till om den inte redan existerar och är till för att kärnan
skall veta vart den skall skicka paket.
Före prekompilatorn
#------------------
#-----STARTERS-----
#------------------
var UCcont UCcont17 ./module_UCcont.exe
Uccont17.NAME = Uccont17
var IOShell IOShell42 ./module_IOShell.exe
IOShell42.NAME = IOShell42
var DrivisExo DrivisExo12 ./module_DrivisExo.exe
DrivisExo12.NAME = DrivisExo12
Efter prekompilatorn
#------------------
#-----STARTERS-----
#------------------
var UCcont 22 ./module_UCcont.exe
22.NAME = 22
var IOShell 24 ./module_IOShell.exe
24.NAME = 24
var DrivisExo 26 ./module_DrivisExo.exe
26.NAME = 26
Före prekompilatorn
global MAILADDRESS = Stefan.Andersson@botech.se;Tedde.Julen@botech.se
Efter prekompilatorn
global MAILADDRESS = Stefan.Andersson@botech.se
global MAILADDRESS = Tedde.Julen@botech.se
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Nästa egenskap som kontrolleras är att en ingång som endast tillåter en koppling inte är
ihopkopplad med flera andra modulers utgångar. Om så är fallet så avbryts kompileringen
och ett felmeddelande som berättar vilken modul som har otillåtet antal kopplingar skrivs ut.
Nu återstår bara det viktigaste nämligen att sortera funktionsblocken i rätt ordning. Detta
var lite småklurigt eftersom man aldrig vet var någonstans som man står när man börjar
med sorteringen. Denna förvirring beror på att Craft sparar ner funktionsblocken i den
ordning som de skapas i den grafiska vyn. Det är inte heller säkert att samtliga
funktionsblock har någon förbindelse utan en modul kan innehålla flera separerade grupper
av funktionsblock, se figur 14.
Figur 14 Exempel på grindnät som skall sorteras
Det första som sker är en genomgång av konfigurationsfilen för att hitta samtliga
kopplingar mellan funktionsblock. Dessa kopplingar sparas sedan ner i en vektor av
vektorer. Första platsen i varje vektor talar om vilket element det rör sig om och de
efterföljande platserna är utgångarna. Sist i varje vektor finns ett null-element. Om ett
funktionsblock har en utgång till en annan modul så läggs ingen information i vektorn
eftersom det endast är funktionsblock inom samma modul som skall sorteras. En klon av
vektorn med funktionblocken som skall sorteras skapas, denna klon kallas toCheck. Den nya
vektorn är till för att man skall veta om man har besökt alla funktionsblock eller inte. Utan
denna vektor så hittar man inte fallet med två separata grupper av funktionsblock. Man tar
sedan det första funktionsblocket i vektorn och tittar på dess första utgång. Man letar upp
på vilken plats i vektorn funktionsblocket på utgången ligger, sedan anropar man
sorteringsalgoritmen enligt följande:
makeOrder(toSort,pos,prevpos,visited,true)
toSort är den vektor som innehåller samtliga element som skall sorteras.
pos är positionen i toSort för det objekt som finns på utgången.
Prevpos är positionen i toSort för det objekt som anropar.
Visited är en vektor som innehåller vilka element som besökts.
Boolean variabeln true anger att det är startelementet som anropar.
Anropen fortsätter sedan nedåt i strukturen, för varje funktionsblock som man passerar
på vägen ner så lägger blocket till sitt eget namn i visited-vektorn. Detta för att man skall
kunna upptäcka om blocken är kopplade i en slinga. Om så skulle vara fallet så avbryts
prekompilatorn och ett felmeddelande kommer upp som berättar vilka block som ingår i
slingan. När man slutligen når fram till ett block som har null på nästa plats i vektorn med
utgångar så tar blocket bort sig själv från toCheck vektorn för att sedan rekursivt stega sig
uppåt. Man går ett steg upp jämför så att det anropande blocket ligger före i toSort vektorn,
om så inte är fallet så flyttar man det anropande blocket och lägger det på platsen före det
anropade. Om de blocket där man nu står har fler utgångar så fortsätter man med att
kontrollera dessa tills blocket har null i utgångsvektorn.
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För att förtydliga beskrivningen ovan kommer nu ett exempel på hur en sortering går till.
Blockens nummer indikerar i vilken ordning de är skapade i Craft.
Figur 15 Exempel på kopplingsnät
Om vi nu åtgår från figur 15 så har vi vektorerna
toCheck och toSort
Byggblock nr 1 2 3 4
Utgång till byggblock nr 4 1 1 null
Utgång till byggblock nr null null 4
Utgång till byggblock nr null
 Visitedvektorn
Om sorteringen nu startar på block 1 så tittar man på första utgången. Där ligger block 4.
Den enda vektorn som förändras är visitedvektorn.
Visitedvektorn
Nu tittar man på block 4:s första utgång. Att där ligger värdet null innebär att block 4 inte
har någon utgång som till en annan modul. Den enda vektorn som förändras är
visitedvektorn.
Visitedvektorn
Eftersom block 4:s nästa utgång innehåller värdet null hoppar man rekursivt upp ett steg.
Samtliga utgångar från block 4 är nu kontrollerade vilket medför att block4 kan tas bort från
toCheck-vektorn. Det som sedan händer är att block 4 och block 1 jämförs. Det man
kontrollerar vid en jämförelse är att det anropande blocket ligger före det anropade i toSort-
vektorn. Efter dessa operationer kommer vektorerna ha följande utseende.
toCheck
toSort
null
1
1 4
Byggblock nr 1 2 3
Utgång till byggblock nr 4 1 1
Utgång till byggblock nr null null 4
Utgång till byggblock nr null
Byggblock nr 1 2 3 4
Utgång till byggblock nr 4 1 1 null
Utgång till byggblock nr null null 4
Utgång till byggblock nr null
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Visitedvektorn
Nu kontrolleras nästa utgång från block 1, den innehåller värdet null. Vektorerna får nu
följande utseende.
toCheck
toSort
Visitedvektorn
Om man nu inte hade haft tillgång till toCheck-vektorn så hade sorteringen avbrutits här
eftersom man inte söker på blockens ingångar. Det som sker så länge det finns block kvar i
toCheck-vektorns så startas en ny sortering utgående från det första elementet i toCheck-
vektorn. Detta innebär att man nu tar block 2 och tittar på dess första utgång. Där ligger
block 1. Den enda vektor som nu ändras är visitedvektorn.
Visitedvektorn
Sedan tittar man på block 1:s utgångar och finner på första platsen block 4. Den enda
vektor som nu ändras är visitedvektorn.
Visitedvektorn
Eftersom block 4 bara har en null utgång går man rekursivt ett steg uppåt och jämför
block 4 med block 1. Ingen vektor ändras. Sedan går man upp ytterligare ett steg och
jämför block 1 med block 2. Eftersom det var block 2 som anropade block 1 men block 1
ligger före block 2 i toSort-vektorn så skall dessa block byta plats. De nya vektorerna får
följande utseende.
toCheck
toSort
1
Byggblock nr 2 3
Utgång till byggblock nr 1 1
Utgång till byggblock nr null 4
Utgång till byggblock nr null
Byggblock nr 1 2 3 4
Utgång till byggblock nr 4 1 1 null
Utgång till byggblock nr null null 4
Utgång till byggblock nr null
2
2 1
Byggblock nr 2 3
Utgång till byggblock nr 1 1
Utgång till byggblock nr null 4
Utgång till byggblock nr null
Byggblock nr 2 1 3 4
Utgång till byggblock nr 1 4 1 null
Utgång till byggblock nr null null 4
Utgång till byggblock nr null
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Visitedvektorn
Man tittar nu på block 2:s nästa utgång den innehåller värdet null. Vektorerna får nu
följande utseende.
toCheck
toSort
Visitedvektorn
Nu återstår bara block 3 i toCheck-vektorn. Man startar med den första utgången d.v.s.
block 1. Härifrån går man till block 4 precis som beskrivet tidigare. När man sedan kommer
tillbaka upp till block 1 hoppar man upp ett steg i rekursionen och jämför block 1 och block
3. Eftersom det var block 3som anropade block 1 men block 1 ligger före block 3i toSort-
vektorn så skall dessa block byta plats. Det nya vektorerna får följande utseende.
toCheck
toSort
Visitedvektorn
Nästa utgång från block 3 går till block 4. Eftersom block 4 bara har null som utgång
kommer man att jämföra block 4 med block 3. Vektorerna kommer därefter att se ut enligt
följande.
2
Byggblock nr 3
Utgång till byggblock nr 1
Utgång till byggblock nr 4
Utgång till byggblock nr null
Byggblock nr 2 1 3 4
Utgång till byggblock nr 1 4 1 null
Utgång till byggblock nr null null 4
Utgång till byggblock nr null
Byggblock nr 3
Utgång till byggblock nr 1
Utgång till byggblock nr 4
Utgång till byggblock nr null
Byggblock nr 2 3 1 4
Utgång till byggblock nr 1 1 4 null
Utgång till byggblock nr null 4 null
Utgång till byggblock nr null
3
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toCheck
toSort
Visitedvektorn
Nu återstår bara null som utgång från block 3. Block 3 tas då bort från toCheck-vektorn
och sorteringen är färdig och har generat följande toSort-vektor.
toSort
Som vi nu ser så har vi fått fram en exekveringsordning som fungerar alldeles utmärkt.
När man har sökt igenom hela strukturen och sorterat denna så skriver man ner den nya
konfigurationsfilen och prekompilatorn är klar med sitt arbete.
Byggblock nr 3
Utgång till byggblock nr 1
Utgång till byggblock nr 4
Utgång till byggblock nr null
Byggblock nr 2 3 1 4
Utgång till byggblock nr 1 1 4 null
Utgång till byggblock nr null 4 null
Utgång till byggblock nr null
3
Byggblock nr 2 3 1 4
Utgång till byggblock nr 1 1 4 null
Utgång till byggblock nr null 4 null
Utgång till byggblock nr null
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9 Användarexempel
Detta kapitel beskriver de övergripande stegen som krävs för att rita och konfigurera ett
system.
Det första man gör är att skapa sig en ny arbetsyta. Detta kan göras på två sätt antingen
genom att välja file / new eller genom att trycka på symbolen .
När man nu öppnat en ny arbetsyta får man upp bilden i figur 16.
Figur 16 Tom arbetsyta
För att sedan få fram de objekt som man vill kunna använda
trycker man på fliken Assets och får då upp den trädstruktur som
visas i figur 17.
Här kan man välja vilken underkatalog av objekt som man vill
använda sig av. När man har hittat det objekt man söker så är
det bara att dra det in till den högra arbetsytan och släppa.
Figur 17 Trädstruktur
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Figur 18 visar ett exempel på hur en systemskiss kan se ut. Objekten är endast utlagda
och ännu ej sammankopplade eller grupperade.
Figur 18 Arbetsyta med objekt utlagda
I figur 18 så ser man att objektet för Exomatic drivrutinen är markerat. Detta ser man
genom att objektet omges av de streckade linjerna. Ett markerat objekts egenskaper
presenteras nere i den vänstra delen av bilden. Här kan man ändra och skriva in alla de
egenskaper som krävs för objektet.
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Sammankopplingar kan man göra på ett par olika sätt. Antingen så högerklickar man på
objektet och får upp en meny där kan man välja samtliga events (utgångar) som tillhör
objektet. Ett annat sätt är att använda sig av connection editorn där man får tillgång till
samtliga objekt på en gång, se figur 19.
Figur 19 Olika kopplingsmöjligheter
För närvarande så visas inte kopplingar mellan objekten grafiskt utan endast i connection
editorn. Eftersom det dock är en funktion som är av stor vikt så kommer grafiska kopplingar
att implementeras inom en snar framtid. Figur 20 visar vår idé om hur det kommer att se ut
med de grafiska kopplingarna.
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Figur 20 Objekt med framtida kopplingar
För att till slut generera konfigurationsfilen till Hubit väljer man Project och sedan Publish
enligt figur 21.
Figur 21 Publisering
Resultatet som genereras vid publicering presenteras i  Appendix B.
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10 Tester
Ett flertal tester har gjorts för att säkerställa systemets funktionalitet och tillförlitlighet. I
princip kan testerna delas upp i följande kategorier:
· Tester löpande under utvecklingen
· Tester på slutet för att säkerställa funktionaliteten hos blocken.
· Ett par längre tester där vi reglerade ventilationen på Botech
· Ett par tester där vi reglerade temperaturen på tappvarmvatten i hyreshus
Nedan följer en redovisning för genomförandet och resultatet för varje kategori.
10.1 Löpande tester under utveckling
Dessa har naturligt haft sitt största syfte i att hitta fel och brister under utvecklingen och
har gjort oss uppmärksamma på flertalet fel som därmed har kunnat åtgärdas. Testerna har
även utformats mer mot funktionalitet än mot prestanda. De har också gjorts under mindre
formella former. Testerna har ett fram till ett bättre system. Stor vikt här har lagts vid att
kommunikation mellan moduler och mellan block sker på ett tillförlitligt sätt och att man kan
lita på att data kommer fram som den ska.
10.2 Funktionalitetstest av blocken i UCcont
Dessa tester skedde under mer formella former. Syftet med dessa tester var att få ner på
papper att och hur blocken fungerade. Alla testerna avlöpte som de skulle, inga fel
upptäcktes. Prestanda hos systemet testades inte under hårdare former med detta test.
Uppsättningen var en Exomatic-duc som vi läste in och skickade signaler till. Grafiskt kan
testuppställningen åskådliggöras enligt figur 22.
Figur 22 Testuppställning för funktionalitetstesten.
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10.3 Testuppkoppling
När vi verifierat att funktionerna i UCcont var korrekta var det dags för lite större tester.
Vi skulle genomföra två olika tester, en test där vi styrde tempteraturen på tilluft i
ventilation och en test där vi styrde temperatur på tappvarmvatten. Även om
testprocesserna har olika karaktär så kan man använda sig av samma kopplingsschema för
modulerna i Hubit.
Figur 23 Kopplingsschema för ventilations- och tappvarmvattentester
I figur 23 använder vi oss av möjligheten att gruppera byggblock i Craft och låta dessa
motsvara en modul i Hubit. Att byggblocken är grupperade ser man på den streckade ramen
som omger byggblocken. Vi använder oss av en IOShell modul med en ingång respektive en
utgång. Då detta är en tidig version av Craft så är både in- och utgångar riktade åt samma
håll. Den övre porten i IOShell är en utgång och den nedre porten är en ingång. Både
ingången och utgången är kopplade till en Exomaticduc. För att uppdatera värden så
anväder man sig av timern som finns på ingången. Ingången läser in ett nytt värde som
skickas vidare till UCcont och triggar därmed en ny beräkning. Inne i UCcont går signalen
både till regulatorblocket och till ett loggerblock. In till regulatorn finns även ett manuellt
värde (börvärde). Utsignalen från regulatorn går både tillbaka till IOShell och till ytterligare
en logger. Vi har även ett timerblock som är kopplat till båda loggerblocken. Utsignalen från
båda loggerblocken går till en translatermodul som ligger utanför UCcont. Från translatern
går signalerna sedan vidare till en socketclient. Vilket är en gammal modul som har hand om
kommunikationen med den loggande datorn.
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10.4 Styrning av ventilation
Vi styrde ventilationen på Botechs kontor i perioder under nästan en vecka. Perioderna i
slutet varade i drygt ett dygn. Testerna gick ut på att hålla tilluftstemperaturen till lokalerna
på 18 grader. Vi loggade ventilrörelserna och temperaturen i tilluftskanalen under dessa
tester. Detta var ett prov på hur väl vi kunde reglera en process med långsamma
lastförändringar. Värmekällan var i första hand en rotationsvärmeväxlare och i andra hand
en hetvattenkrets. Hade det behövts fanns även en kylkrets. Se figur 24.
Figur 24 Blockschema över ventilation
Uppställningen var att vi tog över en funktion i ett befintligt system. Vi satte den
regulatorn som normalt skötte regleringen i manuellt läge och skrev till regulatorns manuella
utsignal. Detta medförde att vi fick smärre extra fördröjningar i vår process men med tanke
på den ursprungliga processens natur påverkade detta inte resultatet nämnvärt. Det vi dock
upptäckte var att processen hade olika dynamik då de olika värmekällorna användes. Under
de dagar om vi gjorde testerna och hade börvärdet på 18 grader behövdes bara
värmeåtervinning. Yttertemperaturen låg då på cirka 5 grader. Processen svängde då mellan
16.7 och 18.5 grader. Om vi däremot höjde börvärdet till 20 grader och därigenom
utnyttjade även hetvattenkretsen så fick vi en mycket stabil kurva. Kurvorna redovisas i
Appendix A tillsammans med en kurva över det ordinarie systemet.
Intressant kan vara att notera att vårt system inte klarade sig sämre än det ordinarie
systemet.
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10.5 Tester på reglering av varmvattentemperatur
Dessa tester skedde på två olika system av olika karaktär. Det ena var ett "snällt" system
med ordentlig cirkulation, ordentlig förbrukning och förvärmt vatten. Det andra var ett
system med lite sämre förutsättningar med bland annat liten eller ingen förbrukning alls och
för stor ventil. Problemet som uppstår då är att så fort ventilen öppnar tillför man för mycket
värme och ventilen stänger. Eftersom det samtidigt är så litet uttag av energi (förbrukning
av varmvatten) och man har släppt in för mycket energi i värmeväxlaren så stiger
varmvattentemperaturen ordentligt. I detta det senare fallet lyckades vi hålla minst samma
prestanda som det befintliga systemet. Temperaturkurvorna för de respektive systemen
finns redovisade i Appendix A.
I det lite snällare fallet lyckades vi hålla temperaturen inom +/- 0.8 grader från
börvärdet. Detta är även detta väl i klass med det befintliga systemet. Vi lyckades inte
provocera fram större temperaturavvikelser hur vi än försökte åstadkomma lastförändringar.
Det fanns i båda fallen en varmvattenkran som vi kunde öppna och stänga. För blcokschema
över testsystemen se figur 25.
Figur 25 Blockschema över tappvarmvatten
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11 Erfarenheter
Under arbetets gång har vi dragit på oss en hel del nyttiga erfarenheter. För det första
fick vi se hur det är att komma som nya på ett företag. Det är en ganska intressant process
men framför allt nyttig inför framtiden. Vi hade ju, som nämnts innan, inga kunskaper i vare
sig Linux eller C++ vid projektets början. Vi märkte dock ganska snart att den grund som
lagts på LTH var tämligen stabil att stå på. Det som känns bra nu i efterhand är att man
ganska snabbt kan skaffa sig och kunna ha användning av nya kunskaper. Det har varit
mycket bra för oss att få arbeta med Linux och C++ eftersom det är eftertraktat på
arbetsmarknaden med kunskaper inom dessa områden.
Eftersom vi fick möjligheten att sitta ute på företaget fick vi en bra inblick i hur ett
småföretag fungerar. Vi har även fått se många exempel på vad som är bra respektive
mindre bra egenskaper hos anställda och ledning. Detta kan vara till stor nytta vid framtida
möten med andra företag.
Den mest klassiska erfarenhet vi har fått, den hårda vägen, är att man skall vara mycket
grundlig i sitt förarbete och inte börja med implementation för tidigt, något som vi alltför
ofta tenderade att göra.
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12 Framtida utveckling
Det finns mycket mer att utveckla till det system som vi nu byggt grunden till. Några av
de moment som vi ser som viktigast kommer att kortfattat presenteras i detta kapitel.
Fri programmering: Med fri programmering menar vi att man skall ha möjlighet att i
Craft skriva moduler eller delar av moduler i ren kod. För att systemet skall kunna bli
kommersiellt användbart i någon större skala i reglersammanhang ser vi det som
nödvändigt att denna funktion implementeras.
Grafiska kopplingar: Grafiskt synliga kopplingar är ett måste för att man skall kunna
använda Craft till större system.
Dynamiska egenskaper i Craft: Om denna funktion funnits så hade det gjort att vi
kunnat lösa vissa saker på ett snyggare sätt än vad som nu är gjort. Ett exempel är att om
man hade haft möjlighet att uppdatera drop down menyn i IOShell så hade man kunnat
lägga till de drivrutiner som finns i ritområdet.
Återgenerering av projekt utifrån box.conf: Fördelen med detta är att man då hela
tiden kan generera sin Craft bild utifrån vad som finns i Hubit. Detta kan vara användbart för
att säkerställa att man alltid gör korrigeringar i det senaste kopplingsschemat.
Ändring av konfiguration under drift: Som det ser ut idag så måste man stänga ner
modulerna för att ha möjlighet att konfigurera om dem. När detta sker så tappar modulerna
all data som de har under exekvering. Om man då t.ex. har en regulator som snurrar så är
det önskvärt att ha möjlighet att konfigurera om den utan att tappa t.ex. en uppbyggd I-del.
Undo / Redo: Inte livsviktigt men det hade underlättat arbetet med Craft.
Hierarkiska block: Underlättar överblicken då man programmerar större system
Stöd för sekvenshantering och tillståndsmaskiner: Underlättar struktureringen vid
större system.
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13 Appendix A
13.1 Testresultat varmvatten Hubit kv Clara
Kvarter Clara, som dessa diagram avser, har ett tappvarmvattensystem som är enkelt att
reglera vilket syns på de små avvikelserna i temperatur. Anledningarna till detta är
förbrukningen är hög så att ventilen kan jobba någonstans mitt i sitt arbetsområde.
Ytterligare en förklaring till de snälla förhållandena är att det vattnet man fyller på systemet
med är förvärmt till cirka 40 grader. Detta sker med hjälp av värmeåtervinning från
ventilationen och är inget vi kan kontrollera.
Anledningen till att mätvärdena kan upplevas som diskretiserade är att den Exomaticduc
som vi fick mätvärden ifrån har ett dödband innan den förändrar sitt mätvärde.
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13.2 Testresultat varmvatten Exomatic Kv Clara
Dessa diagram visar också kvarteret Clara. Här har vi loggat den befintliga
Exomaticregulator som sitter där. Vi har ingen förklaring till de avvikelser som uppstår efter
cirka en tredjedel av mättiden.
Loggningen av Hubits och Exomatics regleringsförlopp har skett under två på varandra
följande timmar. Förhållanden kan i praktiken anses identiska.
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13.3 Jämförelse Varmvattentest mellan Hubit och Exomatic kv
Clara
Här har vi lagt de två temperaturkurvorna över varandra för att på ett enkelt sätt jämföra
prestanda hos de två olika regulatorerna.
Varmvattentemp Kv Clara
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13.4 Testresultat varmvatten Friisgatan
Fastigheten på Friisgatan som dessa diagram avser, har ett tappvarmvattensystem som
inte är så väl fungerande vilket syns i de stora temperaturavvikelserna som uppstår. Dessa
kan förklaras med att förbrukningen är väldigt låg. Detta medför att när väl en hyresgäst
använder varmvatten så genererar detta en stor lastförändring. En annan aspekt som spelar
in är att ventilen i denna fastighet är feldimensionerad. Detta tillsammans med den låga
förbrukningen och att ventiler är konstruerade med dödband gör att när ventilen väl öppnar
ett ”steg” så tillförs för mycket energi. De riktiga topparna i diagrammet uppkommer när
detta kombineras med att ingen förbrukning sker. Då har man tillfört så pass mycket energi
i värmeväxlaren att den värmer upp det cirkulerande vattnet en tid framöver utan att något
energiuttag sker.
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13.5  Test tilluftstemperatur Botechs kontor börvärde 20 grader
Även temperaturen på tilluften till Botechs kontor regleras normalt av en Exomaticduc.
Dessa diagram visar när vi har tagit över driften. Här syns mycket tydligt hur Exomatic
diskretiserar mätvärden. Detta medför också att systemet svänger lite onödigt mycket. Då
felet är konstant under en viss tid på grund av diskretiseringen så överdrivs lätt regulatorns
kompensation.
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13.6 Test av tilluftstemperatur Botechs kontor börvärde 18 grader
Ventilationen till Botechs kontor har två värmekällor som används i serie med varandra.
Först och främst vill man utnyttja värmeåtervinning från frånluften. När denna inte räcker till
så finns möjlighet att värma med hetvatten. När vi nu har börvärdet på 18 grader räcker
värmeåtervinningen till. Att kurvorna nu svänger betydligt mer beror på att vi utnyttjar
samma uppsättning PID-parametrar då vi reglerar med värmeväxlaren som när vi reglerar
med hetvattnet. Då värmeväxlaren och hetvattnet har olika fysikaliska egenskaper och
därmed olika överföringsfunktioner får man olika karaktäristik på diagrammen.
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14  Appendix B
Nedan följer ett exempel på konfigurationsfilen för Hubit box.conf.
#------------------
#-----STARTERS-----
#------------------
var UCcont 22 ./module_UCcont.exe
22.NAME = 22
var IOShell 24 ./module_IOShell.exe
24.NAME = 24
var DrivisExo 26 ./module_DrivisExo.exe
26.NAME = 26
var SocketClient 29 ./module_socketclient.exe
var Translater 30 ./module_Translater.exe
30.NAME = 30
30.SUBNAME = Translater104
#------------------
#------CREATE------
#------------------
22.CREATE = Timer145 TIMER
22.CREATE = Logger143 LOG
22.CREATE = Reg_Shell130 PID
22.CREATE = Logger141 LOG
24.CREATE_AP = AP116
24.CREATE_AP = AP114
#------------------
#----CONNECTIONS---
#------------------
22.Reg_Shell130.IN_SETPOINT = MAN 18
22.Reg_Shell130.OUT = 24.AP114.IN
22.Reg_Shell130.PARAM_HEATING = MAN 1
22.Reg_Shell130.PARAM_UMIN = MAN 0
22.Reg_Shell130.PARAM_UMAX = MAN 5
22.Reg_Shell130.PARAM_TR = MAN 1
22.Reg_Shell130.PARAM_TI = MAN 1.4
22.Reg_Shell130.PARAM_TD = MAN 0.4
22.Reg_Shell130.PARAM_N = MAN 8
22.Reg_Shell130.PARAM_BETA = MAN 1
22.Reg_Shell130.PARAM_K = MAN 58
22.Reg_Shell130.IN_ACTUALVALUE = 24.AP116.OUT
22.Logger143.TIMER = 22.Timer145.OUT
22.Logger143.OUT = 30.Translater104.IN
22.Logger143.VALUE = 24.AP116.OUT
22.Logger141.TIMER = 22.Timer145.OUT
22.Logger141.OUT = 30.Translater104.IN
22.Logger141.VALUE  = 22.Reg_Shell130.OUT
30.Translater104.IN = 22.Logger143.OUT
30.IN = 22
30.Translater104.IN = 22.Logger141.OUT
24.AP114.IN  = 22.Reg_Shell130.OUT
24.IN = 22
24.AP116.OUT = 22.Reg_Shell130.IN_ACTUALVALUE
22.IN = 24
22.Logger143.VALUE = 24.AP116.OUT
24.AP116.OUT = 22.Logger143.VALUE
29.Socketclient106.IN = 30.Translater104.OUT
30.Translater104.OUT = 29.Socketclient106.IN
29.IN = 30
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#------------------
#--PORTPROPERTIES--
#------------------
#---Properties for AP 24.AP116---
24.AP116_DUC_ADDR = 1:1
24.AP116_POINT_ADDR = 201:24
24.AP116_TYPE = RAW
24.AP116_TIMER = 1000000
24.AP116_MODE = UC_TYPE_DT
24.AP116_MULTI = 1
24.AP116_DRIVER = 26
24.IN = 26
26.IN = 24
#-----------------------------------------------
#---Properties for AP 24.AP114---
24.AP114_DUC_ADDR = 1:1
24.AP114_POINT_ADDR = 200:16
24.AP114_TYPE = RAW
24.AP114_TIMER = 0
24.AP114_MODE = UC_TYPE_D
24.AP114_MULTI = 1
24.AP114_DRIVER = 26
#-----------------------------------------------
#------------------
#-DRIVERPROPERTIES-
#------------------
#Properties for the EXOMATIC driver
26.DEVICE = /dev/ttyS0
26.SPEED = 9600
26.DATABITS = 8
26.PARITY = ODD
26.FLOW = NONE
#------------------
#-MODULEPROPERTIES-
#------------------
#Properties for 22.Timer145
22.Timer145.DELAY = 1000000
#Properties for 22.Logger143
22.Logger143.FORMAT = %Y/%m/%d %H:%M:%S
22.Logger143.LOGTYPE = UC_TYPE_DT
#Properties for 22.Logger141
22.Logger141.FORMAT = %Y/%m/%d %H:%M:%S
22.Logger141.LOGTYPE = UC_TYPE_D
#Properties for 29.Socketclient106
29.HOST = 10.220.221.69
29.PORT = 1111
29.VERBOSE = NO
29.READ = NO
#Properties for 30.Translater104
30.DIRECTION = NEW->OLD
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