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Abstract
Anche i programmatori scientifici dovrebbero cominciare a concepire la propria applicazione non come un pro-
gramma isolato, autonomo (una monade leibnitziana) ma come un componente (seppure importante o… il più im-
portante) di un processo produttivo articolato in cui ogni applicazione riceve dati da e li produce per altre appli-
cazioni. Per assicurare il dialogo tra applicazioni diverse, eventualmente realizzate con linguaggi di programma-
zione diversi e operanti in ambienti distribuiti, multiprocessori e fortemente eterogenei, occorre definire un soli-
do protocollo standard per la manipolazione e la conservazione dei dati. Il protocollo emergente, adatto a una va-
stissima molteplicità di situazioni, in rete, è XML e dunque anche i ricercatori e programmatori scientifici debbo-
no iniziare ad utilizzarlo in vista di vantaggi sempre più evidenti quanto più XML diventerà uno standard estesa-
mente applicato e non solo definito a livello teorico e applicato solo in circostanze particolari.
Keywords: Supercalcolo, XML, Fortran, Calcolo Scientifico, Calcolo distribuito.
Questo breve articolo è rivolto ai ricercatori e
ai programmatori scientifici che agiscono nel
mondo tutto particolare del supercalcolo ovve-
ro fanno un uso in un certo senso atipico dei
calcolatori che hanno a disposizione.
A differenza dell’utente medio che utilizza soli-
tamente o prevalentemente programmi di
produttività personale e che, avendo modeste
necessità di effettuare pesanti calcoli numeri-
ci, opera prevalentemente in modo interattivo,
l’utente tipico di un centro di supercalcolo
quale è il CILEA ragiona in termini di ore se
non di giorni di tempo trascorso tra l’inizio e la
fine di un esperimento numerico effettuato av-
valendosi spesso non di un singolo e già poten-
tissimo processore ma addirittura di un largo
insieme di processori tutti cooperanti per lo
stesso scopo.
Chiaramente, alla luce di queste esigenze e
per la preponderanza che ha l’aspetto compu-
tazionale puro, la nuda e cruda capacità di
hardware e software di operare per ottenere il
risultato, gli altri aspetti sembrano e in effetti
spesso sono di secondaria importanza: la fase
di calcolo sarà ovviamente sempre preceduta
da una fase di reperimento e manipolazione
dei dati e così pure seguita dalla fase di mani-
polazione, interpretazione, sfruttamento dei
risultati ma in ogni ipotetico diagramma di
Gantt, la fase centrale, il calcolo, apparirà
sempre come la fase più lunga, costosa e deli-
cata, dunque quella su cui si focalizzerà
l’attenzione del programmatore scientifico.
Una situazione come questa deriva però dal
fatto che per una serie di motivi tecnologici il
processo di calcolo è stato finora localizzato in
una singola CPU o in un insieme di CPU colle-
gate in modo super-efficiente per cooperare ad
una attività caratterizzata da una
“granularità” piuttosto fine. In altre parole,
immaginando l’attività complessiva da effet-
tuarsi per ottenere il risultato come un insie-
me di fasi “atomiche” ovvero non praticamente
scindibili ulteriormente in sottofasi assegnabili
ad operatori diversi, la durata necessaria in
media per attuare una singola fase è stata re-
lativamente piccola (dunque fasi atomiche
molto numerose), e tale da non consentire un
efficiente dialogo tra processori fisicamente
distanti e dialoganti tramite reti relativamen-
te lente. La disponibilità di reti sempre più
veloci tende però a favorire la creazione dina-
mica di “aggregati” di calcolatori volti alla ef-
fettuazione di calcoli di eccezionale complessi-
tà, ossia richiedenti potenze di calcolo addirit-
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tura superiori a quelle disponibili in un singolo
centro calcolo.
In breve, persino nell’ambito di un singolo cal-
colo, è ragionevole prevedere che possano na-
scere problemi di comunicazioni tra compo-
nenti eterogenee per vari motivi quali l’essere
eseguite da calcolatori geograficamente remoti
o da hardware fortemente eterogeneo o da
sottoprogrammi realizzati da autori diversi in
linguaggi anche solo parzialmente compatibili
tra loro.
Se poi non si considerano soltanto situazioni di
“supercalcolo estremo” ma anche situazioni in-
termedie, di interesse più industriale che di
ricerca avanzata, mi sembra particolarmente
facile sostenere l’opportunità di definire uno
standard semplice ma potente per consentire
una “connessione” affidabile tra  i vari pro-
grammi applicativi coinvolti in un qualche pro-
cesso produttivo.
Ecco il perché dell’ XML ed ecco il perché della
necessità che le nozioni base dell’XML siano
patrimonio di chiunque abbia a che fare con
dati e con programmi … come appunto è il ca-
so anche per quella particolare “fauna” di ri-
cercatori e programmatori scientifici che uti-
lizzano le risorse di supercalcolo del CILEA.
Fortran NET
L’annuncio dato dalla Fujitsu Lahey che verrà
presto commercializzato un compilatore For-
tran destinato all’ambiente NET avvalora
l’esigenza di almeno cominciare a pensare ad
applicazioni scientifiche basate su XML per
quanto concerne l’input-output e, perché no, la
gestione flessibile dei dati anche in memoria.
Ci sono vari modi per interpretare la notizia
riportata in www.lahey.com/dotnet : un rinno-
vato riconoscimento all’utilità e importanza di
un linguaggio di programmazione che è paleo-
informatico solo se ci si limita a considerare le
versioni più antiche (il fortran 77 ha più di
venti anni e in informatica sono “ere-
geologiche”), un atto di saggezza a sostegno
del “plurilinguismo” anche a livello di pro-
grammazione ossia un modo di venire incontro
a chi non è un informatico anche se usa super-
calcolatori e a chi ritiene che conoscere bene
(ma bene!) un solo linguaggio di programma-
zione è già molto avendo poco tempo da per-
dere…
In pratica, considerando ormai il Fortran
adatto anche, ovvero marginalmente, allo svi-
luppo di applicazioni distribuite in rete e de-
stinate ad applicazioni non strettamente nu-
merico-matematiche ci si può chiedere cosa
serva d’altro da consigliare a chi voglia opera-
re con professionalità in campi informatici in
cui non sarà ne vuole essere un vero e proprio
professionista.
L’annuncio Lahey è abbastanza chiaro: anche il
Fortran sarà usabile per sviluppare applica-
zioni fruibili su Internet dove hanno grosso ri-
lievo e interesse pratico questioni di gestione
di dati, presentazione grafica, immissione e
manipolazione interattiva di informazioni di
vario carattere multimediale.
Avendo chiaro l’obbiettivo di minimizzare gli
sforzi nozionistici e, contemporaneamente,
massimizzare la padronanza delle potenzialità
offerte dalla rete, un programmatore scientifi-
co e dunque, molto opportunamente, un for-
tranista dovrebbe avere competenze in HTML
dinamico e naturalmente in XML per quanto
concerne l’interfaccia di programmazione del
documento (gli addetti lo chiamano DOM: Do-
cument Object Model, e per documento si in-
tende la struttura concettuale della tipica pa-
gina che Internet Explorer o Netscape o Ope-
ra o… ci fanno vedere quando, per così dire,
navighiamo sulla Rete delle Reti)
Quale è lo sforzo per seguire questo suggeri-
mento? A parer mio abbastanza modesto e
comunque tale da fruttare anche quando il
programmatore scientifico si dedicherà al suo
scopo di base, lavorando col Fortran (che col
prossimo passo evolutivo, l’ f2k , diventerà un
linguaggio totalmente ad oggetti).
Per verificare la fondatezza di queste opinioni
suggerirei ai coraggiosi di guardare
all’indirizzo http://math.cilea.it/xmlpertutti
che, già nel nome, lancia un messaggio piutto-
sto esplicito (per inciso questo gruppo di pagi-
ne è stato un contributo CILEA del giugno
scorso ad un convegno, sponsorizzato da Mi-
crosoft, del dipartimento di Tecnologie dell’ In-
formazione a Crema
(http://www.xmlpertutti.com/).
Riguardando quelle pagine dopo qualche mese
mi sembra forse un po’ meno elementare e in-
tuitivo di quanto mi era sembrato realizzan-
dolo, ma comunque serve a dare una idea del
cammino culturale che chiunque, che non abbia
repulsioni e fobie in fatto di programmazione,
dovrebbe seguire. Il commento a quelle pagine
può chiarire il perché di alcune scelte che un
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non esperto può considerare solo una
“caratteristica accidentale” o addirittura una
peculiarità neppure avvertibile o apparente-
mente ovvia.
La cosa più evidente (e magari un po’ seccan-
te) è una certa prepotenza della pagina iniziale
che è a “full-screen” come certe pagine di al-
cuni siti hard che cercano di impossessarsi del
controllo dello schermo e di impedire al visita-
tore (anche al visitatore involontario e casua-
le) la chiusura della finestra anche in caso di
emergenza (la visita del capo o l’ingresso della
madre che sollecita di andare a tavola). In
questo caso però le intenzioni non sono né ma-
liziose né cattive: pur trattandosi di una pagi-
na senza i classici pulsanti di una normale fi-
nestra, ci sono sempre disponibili alcuni pul-
santi realizzati “ad hoc” per riprendere il con-
trollo della situazione ovvero chiudere la fine-
stra definitivamente oppure per rimpicciolirla
(diventa una piccola finestra in alto a sinistra)
in modo da poter effettuare altre operazioni
sospendendo solo provvisoriamente la visita al
micro-corso.
Altro aspetto non marginale è che la stragran-
de maggioranza delle pagine non è realizzata
usando un qualsiasi editor HTML (dei molti e
anche gratuiti disponibili) ma direttamente a
mano usando l’editor standard di testi di soli
caratteri in Windows (NOTEPAD). Questa ca-
ratteristica facilita lo studio diretto dei trucchi
HTML che si sono usati per dotare le pagine di
insolite caratteristiche o per far sì che rappre-
sentassero, già loro stesse, un esempio concre-
to delle cose che loro stesse debbono insegna-
re. Se si fosse usato un editor specifico per
HTML esso avrebbe applicato, in modo auto-
matico, sequenze di comandi HTML magari
iper-efficienti ma tali da disturbare la com-
prensione delle cose che quelle pagine vorreb-
bero mostrare non solo lette con un browser
ma anche con un normale editor ASCII.
La presentazione è suddivisa in tre parti oltre
una introduzione che fornisce qualche link
utile e cerca di dare una prima seppur nebulo-
sa idea di XML elementare (ovvero da scuola
elementare). Le tre parti sono dedicate a:
· Nozioni base di XML ossia una sintesi ed
umanizzazione dei documenti ufficiali reperi-
bili in http://www.w3.org/
· Nozioni base ma non notissime di JavaScript
(ufficialmente EcmaScript) utili per applica-
re persino a calcoli numerici  questo linguag-
gio interpretato (cioè che non richiede com-
pilazione come, ad esempio il Fortran) nor-
malmente sottovalutato perché considerato
soltanto come finalizzato all’animazione delle
pagine HTML.
· Nozioni base di DOM (Document Object Mo-
del) e uso di funzioni JavaScript per mani-
polare il tipico documento HTML contenente
anche regioni scritte in XML.
In sostanza se un programmatore scientifico
facesse lo sforzo di digerire queste pagine si
troverebbe già molto avanti nel “percorso ad-
destrativo” richiesto per manipolare in am-
biente .NET dati strutturati anche in modo
complesso ma sempre leggibile e modificabili
manualmente ovvero senza bisogno di editor
specializzati a questo scopo (naturalmente
questo non contraddice il fatto che l’uso di edi-
tor specializzati possa essere estremamente
vantaggioso e produttivo).
Altro aspetto che rende interessante lo studio
di quelle pagine è il fatto che, benchè il conve-
gno Xml Per Tutti fosse sponsorizzato da Mi-
crosoft, ho cercato di gettare un ponte tra In-
ternet Explorer e Netscape in nome della por-
tabilità e della universalità dell’ XML. Pur-
troppo i ritardi di Netscape nel realizzare ver-
sioni XML-compatibili del suo browser ha non
solo nuociuto a Netscape stesso ma ha anche
danneggiato l’immagine pubblica dell’XML co-
me linguaggio indipendente e sottratto ai gio-
chi di parte.
Dunque l’invito è quello di aver pazienza e di
sopportare i difetti di crescita (i brufoli) di
Netscape 6 e di cercare di trovare il modo di
gestire i dati XML in modo indipendente dal
browser utilizzato: nel limite del ragionevole
però perché non è ammissibile rinviare di anni
l’applicazione di una tecnologia chiave così im-
portante per il calcolo distribuito solo perché il
successo ed i soldi iniziali hanno forse dato alla
testa ai piccoli Davide, vittoriosi sul Golia Mi-
crosoft, che invece di impegnarsi ad andare
avanti reinvestendo e lavorando si sono messi
a litigare o a darsi agli ozi di Capua…. Natu-
ralmente le mie sono illazioni non documenta-
te, non veri atti di accusa e spero che nessun
giudice americano processi il CILEA per questi
miei sproloqui dovuti al cattivo umore… ma il
fatto oggettivo è che Internet Explorer è alla
versione 6 (ossia la terza XML oriented) e
Netscape 6.01 (la prima versione XML dei pic-
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coli Davide) comincia solo ora a comparire in
giro in versione italiana…
In conclusione chi guardasse nel sito
“neutrale” http://math.cilea.it/xmlpertutti sco-
prirà come finalmente fare dell’HTML dinami-
co ma accettato da entrambi i browser purché
di versione 6 o successiva (andrebbe bene an-
che IE5 e IE5.5 ma per aiutare Netscape par-
liamo solo di… 6).
Anche se qui non entro in dettagli, prima di
compiere il passo finale ed accennare ad una
libreria di funzioni (e subroutine) Fortran ca-
paci di operare su file ovvero documenti XML,
vorrei evidenziare il perché XML è così
“elementare” ovvero va considerato un insie-
me di nozioni da apprendere subito (in futuro)
appena si desideri imparare a programmare.
Tutti i programmatori scientifici (che presumo
conoscano il Fortran) sanno come fare a legge-
re e a scrivere dati usando la memoria di mas-
sa ovvero i dischi rigidi (anche quelli floppy
volendo…). Purtroppo molti ancora non hanno
capito i vantaggi di aprire i file in modalità ad
accesso diretto, open(…
access=”direct”,recl=1) piuttosto che se-
quenziale, e questo fatto ha molto danneggiato
e continua a danneggiare oltre che loro anche i
centri di supercalcolo come il CILEA perché la
possibilità di allocare dati in modo flessibile e
a seconda della necessità in memoria RAM o
su disco consentirebbe di realizzare applica-
zioni che comunque, anche attivate su un per-
sonal, potrebbero gestire, seppure molto len-
tamente, moli impressionanti di dati: la ca-
pienza di un normale disco rigido ormai è alle
soglie dei 10 miliardi di dati in duplice preci-
sione. Quella stessa applicazione, attivata su
un supercalcolatore, anche con gli stessi dati,
sarebbe in grado di fare lo stesso calcolo, ma
sfruttando la memoria veloce, la RAM del su-
percalcolatore e non il grande disco del PC: e
questo darebbe enormi soddisfazioni all’utente
in termini di velocità, senza però obbligarlo ad
usare sempre un centro di supercalcolo per fa-
re calcoli che richiedano molta memoria e/o
senza costringerlo a semplificare i calcoli per
restare entro i pur ampi limiti imposti
dall’hardware in suo possesso.
Dunque per ipotesi supponiamo di aver a che
fare con utenti che non abbiano bisogno dei
corsi di programmazione Fortran che il CILEA
organizza a richiesta e che tutti sappiano cosa
è una read e cosa è una write. Come fare pe-
rò ad evitare di costringere la gente ad impa-
rare noiose e complicate regole di scrittura dei
dati? Certo, anche in Fortran esiste il formato
libero tipo: read(unit=*,fmt=*) e qualche
programmatore sa persino cosa sono le Name-
list ma… come ricordarsi l’ordine in cui vanno
messi i dati?  La soluzione classica è ignorare
il problema ed è la soluzione giusta se uno
scrive il programma solo per se stesso e non
intende farlo usare da nessun altro o se i dati
di ingresso sono da nessuno a non più di una
dozzina.
Se però io potessi scrivere ad esempio:
<punto nome=”A”>
<coordinate x=”3.25” y=”7” z=”-3.96”
>cartesiane</coordinate>
<speed x=”1.5” y=”2.0” z=”0”
>mks</speed>
</punto>
e soprattutto se avessi delle funzioni standard
che (qualunque sia il parto della mia fantasia
nel battezzare le variabili e nel dare i nomi a
quelli che in XML si chiamano TAG ovvero
Marche o Tacche) siano capaci di trovarmi po-
sizione e velocità del punto A …. non sarei a
cavallo per quanto riguarda facilità ed affida-
bilità di lettura e scrittura di dati? E non sa-
rebbe comodo avere una funzione standard per
trovare il punto “A” ovunque esso sia stato
messo nel file di input e per verificare se il
nome “A” è stato usato una sola volta o se esi-
stono nell’input vari punti che possiedono lo
stesso nome?
Questo è quanto è consentito da XML e se
qualcuno ha capito quali sono le regole a cui mi
sono attenuto per dichiarare le proprietà e i
valori di tali proprietà del punto che ho chia-
mato A, questo qualcuno sarà d’accordo con
me nel riconoscere che i concetti di marca
(Tag) e le regole di XML sono intuitivi purchè
… non si vada a leggere quale è la definizione
ufficiale che gli informatici del W3C hanno in-
ventato per definire cose tanto… banali.
Dato che per il momento non è ancora dispo-
nibile una libreria ufficiale Fortran che con-
senta di leggere un file scritto seguendo le re-
gole XML, volendo non rischiare di andare in
pensione prima di scrivere programmini For-
tran che leggano e scrivano in XML ho realiz-
SUPERCALCOLO
BOLLETTINO CILEA N. 79 OTTOBRE 2001 13
zato una microlibreria che ne consente ai for-
tranisti un uso, seppur semplificato.
Non ho ancora messo in rete tale libreria cor-
redata da esempi ma sono disponibile a for-
nirla in versione preliminare a chiunque pro-
metta di non denunciarmi se trovasse dei ba-
chi (di cui, analogamente alla Microsoft per
Windows, è altamente improbabile l’assenza).
La mia libreria è un bell’esempio di sfrutta-
mento di tutto ciò che il Fortran 90 è capace di
fare in più rispetto al vecchio ma sempre ap-
plicato Fortran 77. Ampio uso di tipi di dati
definiti dall’utente, di moduli, di operatori
estesi ecc…
Tutte cose in uso ormai da più di un decennio
ma nuovi, per certa gente, come il più sor-
prendente costrutto informatico …. ancora da
inventare.
Concludo dunque con un invito a non sottova-
lutare i vantaggi che deriverebbero all’utente
scientifico dall’usare un protocollo standard,
universale e destinato a durare nel tempo così
come è riuscito a fare il Fortran a dispetto di
tanti profeti di sventura che invece di puntare
ad una sua evoluzione che salvaguardasse gli
sforzi di ormai generazioni di programmatori
hanno puntato semplicisticamente ad una sua
sepoltura senza onori.
Ma per sopravvivere senza i traumi di rivolu-
zioni dolorose  bisogna saper fare e accettare
le riforme…
