Abstract-We present an open-source, realtime, embedded implementation of a foot-mounted, zero-velocity-update-aided inertial navigation system. The implementation includes both hardware design and software, uses off-the-shelf components and assembly methods, and features a standard USB interface. The software is written in C and can easily be modified to run user implemented a1gorithlUS. The hardware design and the software are released under permissive open-source licenses and produc tion files, source code, documentation, and further resources are available at www.openshoe.org. The reproduction cost for a single unit is below $800, with the inertial measurement unit making up the bulk ($700). The form factor of the implementation is small enough for it to be integrated in the sole of a shoe. A performance evaluation of the system shows a position errors for short trajectories «100 [m)) of ± 0.2-1 % of the traveled distance, depending on the shape of trajectory.
I. INTRODUCTION
Foot-mounted inertial navigation is not rocket science and the path from a theoretical algorithm to a realtime embed ded implementation might seem deceptively short. However, our experience is that the difficulties of developing a well performing embedded foot-mounted inertial navigation system (INS), yet surmountable, are easily underestimated. The num ber of software and hardware components that need to work together is large enough such that getting them to work in harmony is not trivial. Further, obtaining sufficient computa tional power and versatility on an embedded processor and sufficiently low computational cost of the filter algorithms re quire care in platform selection and algorithm implementation. Moreover, attaining a form factor and mechanical durability, such that the system can be integrated into the sole of a shoe and still be able to use off-the-shelf components and easily available construction methods, is challenging. Few solutions exist on the market or in the literature with even fewer solutions that provide the documentation and modifiability desired by researchers.
Therefore, to give researchers, teachers, and system design ers a shortcut to a working foot-mounted INS implementation suitable for further research, education, and rapid prototyping, and usable as a component in larger pedestrian navigation systems, we present an open-source, embedded, foot-mounted INS implementation containing both hardware design and software/algorithm implementations. Our hope is that such an implementation will save time, sweat, and tears for navigation researchers as well as facilitate the use of the technology by researchers not specialized in aided INS, e.g. in fields such 978-1-4673-0387-3/12/$31.00 ©2012 IEEE as biomedical engineering, behavioral science, and ubiquitous computing. The value of the embedded implementation also lies in its modularity and in its small weight, bulk, and price in comparison with the typical sensor-plus-laptop research systems. These properties alleviate the work of integrating the foot-mounted INS in larger realtime navigation systems, and make it feasible to equip a larger number of users with foot mounted INS units for field performance tests and cooperative navigation studies.
The presented system is a zero-velocity-update (ZUPT) aided INS built from off-the-shelf components and with a standard USB interface. The filtering is implemented on a microcontroller (f..L C) fitted with an OEM inertial measurement unit (IMU) in a casing, which, in turn, is integrated in the sole of a shoe. Figure 1 shows a pair of shoes with the system units integrated in the heel. The system can be configured to run any user implemented algorithm executable in '" 105 clock cycles per time update. The software and hardware design are released under permissive open-source licenses. Available resources include ready-to-compile, as well as pre-compiled source code, hardware production files, a Matlab system interface, and documentation, with everything from electronic schematics and CAD-drawings of casing components to code documentation and installation instructions. All resources can be downloaded from www.openshoe.org. 
II. FOOT-MoUNTED INS
A foot-mounted INS is simply an INS mounted on the foot combined with additional filtering that improves the accuracy of the INS by using properties of the motion related to the IMU mounting point (the foot), i.e. regularly reoccurring stationary periods. For a tutorial introduction to foot-mounted INS see [1] . The principles of inertial navigation are simple. The derivative of the position is the velocity and the derivative of the velocity is the acceleration. Consequently, starting at stationary, integrating the acceleration once and twice renders the velocity and the change in position, respectively. To obtain the acceleration in the navigation coordinate frame, the mea surement vector from the 3-axis accelerometer must first be transformed to the navigation coordinate frame, and thereafter have the gravity acceleration component subtracted from it. This is made possible by a 3-axis gyroscope, which measures the rotational rate of the system. Integrating the rotational rate gives the relative orientation of the IMU, which can be used to transform the accelerometer measurements. Together, this gives the position, the velocity, and the orientation of the IMU. A block diagram in Fig. 2 illustrates the basic filtering. A discretization (first order) of the continuous block diagram gives (1) where k is a time index, dtk is the time difference between measurement instants, Xk is the position, Vk is the velocity, and qk is the quaternion describing the orientation of the system relative to the navigation coordinate frame, fk is the accelerometer measurements, g is the gravity, W k is the gyroscope measurements (all in 3 dimensions), and no is the quaternion update matrix. The IMU together with the filtering (1) constitute the INS. For a detailed treatment of inertial navigation see [2] .
Correctly initialized, the INS can give state estimates for all future times. Unfortunately, for low-cost sensors, the quality of the estimates deteriorates SWiftly. Due to the integrations in the inertial navigation, small measurement errors accumulate. For the microelectromechanical system (MEMS) type of inertial sensors which are commonly used for foot-mounted inertial navigation, this renders the position estimates useless after tv 10 [s]. However, the fact that the foot-mounted IMU will return to stationary at regular intervals can be exploited to circumvent this. The stationarity can be detected from the inertial measurements by hypothesis testing [3] . The system is considered stationary at time instant k if
where II . II is the 2-norm, fk is the mean accelerometer measurements over the time window Wk of length N samples centered around k, (J j and (J w are measurement error standard deviations, and 1 is a zero-velocity detection threshold. If the detector (2) has declared the system stationary, the INS should give a zero-velocity estimate. Due to the accumulated errors it most likely will not. This discrepancy can be used to correct the INS, giving the so-called ZUPTs, which greatly increases the quality of the estimates. A Kalman filter feedback (correction) appears as [;;J <0 [�l + K,v, and <\k <oO(dO'l<\k, (3) where Kk is the Kalman gain, and d(h is the correction in orientation. The block diagram of Fig. 3 illustrates the ZUPT aiding of the INS. For a detailed treatment of aided INS see [4] .
Equations (1)- (3) constitute a minimal filtering for a foot mounted INS and are the formulation we used for the pre sented implementation. As seen in Fig. 4 , this gives an accurate position tracking of the foot with [cm] to [mm] accuracy over a step. The behavior of the system over longer trajectories is presented in Section V. Note that the aiding works for all types of motions (not just walking), but for the system to perform well, it should return to stationary with intervals of'" 2 [s] or less.
III. EMBEDDED IMPLEMENTATION
For an embedded, foot-mounted INS implementation, the hardware required is: an IMU that provides the inertial mea surements, an embedded processing platform that provides the computation capability and external hardware interfaces, and a shoe or equivalent that provides a mounting point for the system. In addition, software implementations of (1)- (3) and other auxiliary functions for initialization and system control are needed. The hardware, software, and footware of the current implementation are described in the following three subsections.
A. Hardware
The main hardware components of the system is the IMU, a printed circuit assembly (PCA) with the /.LC and auxiliary components, and a casing. In addition, there is cabling and an external USB connector on another small PCA Figure S shows the hardware components and assemblies.
An IMU contains three orthogonally mounted accelerom eters and gyroscopes. The IMU of the implementation is the ADIS 16367 iSensor from Analog Devices seen in Fig. Sa with JlC and oscillator, and back side with the IMU connector.
(c) The system casing body with grooves to hold the IMU and the main PCA in place.
(e) PCA including the USB con nector and the USB reprogram ming push button.
(d) The system assembly without the casing lid.
(0 Full system assembly ready to be integrated in a shoe or equivalent. The /.LC software consists of a runtime framework, software communication interfaces, and fi lter algorithm implementa tions. The software has been written in C, and compiled and tested with GCC and the avr32gcc compiler utility. The Atmel Software Framework (ASF), which is openly available from Atmel, provides many of the low-level functionalities. The ,£ program memory contains a USB-bootloader, which means that the system can be reprogrammed via the USB interface. The programming mode is entered by pressing the reprogramming push button (see Fig. 5e ) on power-up.
The runtime framework contains the main-routine and is directly or indirectly responsible for calling all other run time routines. Figure 6 shows a flow chart of the runtime framework and its components. The runtime framework calls initializations routines after which it enters an infinite loop in which it: waits for an interrupt, read data from the IMU, runs through a process sequence, and receives commands from and sends data to the user. The initialization routines setup and configure necessary pC components. After power up, the IMU regularly sends interrupts, signaling that new inertial measurements are available. These are the interrupts that the runtime framework is waiting for. The process sequence is a dynamic sequence (pointer array) of arbitrary filtering functions (function pointers). Functions can be inserted or removed from the process sequence based on user commands (by command response functions) or by functions in the sequence itself. This way the runtime framework can be configured to run user implemented algorithms. During normal operations, this sequence contains the functions for the ZUPT aided INS, i.e. implementations of equations (1)- (3) . Upon receiving data from the user, the runtime framework parses them, and executes command response functions. All valid commands are associated with a response function, which is executed on the pc. The transmitted data can be any state. States can be transmitted a single time, continuously with the rate determined by a rate divider, or based on some condition detected in the process sequence. The commands and the transmitted data have standard formats with a header, payload, and a checksum. Following the transmit stage, the system listens for the next interrupt.
The software communication interface provides the means of communicating between the IMU and the pC and between the pC and a user platform (USB host). The ASF provides low-level SPI and USB functionalities while higher-level func tionalities, such as commands and command level parsing and responses, are encoded in the communication interface. The USB device controller in the pC is configured to appear as a virtual serial port (CDC device).
The filter algorithm implementations are the processing algorithms corresponding to (1)- (3) clock cycles. However, this can be tweaked by reducing the update rate and increasing the clock frequency. The current implementation of (1)- (3) executes within rv 2 . 10 4 clock cycles.
The system has 3 main modes of operation: 1) For data collection, it can work as a pure IMU. Low-pass filters can be added, and the output downsampled from the maximum sampling rate of 820 [Hz] to a desired output rate. 2) For stand alone navigation, the system can work as a stand-alone ZUPT aided INS (or run any user defined algorithms). Any system states can be output in realtime up to 820 [Hz] or based on user defined conditions. 3) For integration in a larger pedestrian navigation system, it can work as a displacement and heading change sensor. In short, this means that the system transmit relative displacement and heading changes, together with error covariances, for each step.
C. Footware
Although the shoes we have used were especially made for the system, there is nothing special about them except for the casing and cabling integration. The custom made shoes were made possible at a reasonable cost (rv $30) by the Indian partner in the project. However, any standard shoe with a carved out hole in the sole will do. Note that the mounting point is important. We stress that, as exemplified in Fig. 1 , the system should be integrated in the sole to get as close as possible to the contact surface between the user and the ground. If the system is attached to the uppers of the shoes, system parameters need to be changed and the performance will be worse. Since the system has a permanently mounted extension cable and can be programmed via the USB, the units themselves do not need to be easily accessible. Note that the system assembly is strong enough to support the weight of a user.
IV. SYSTEM REPRODUCTION AND MODIFICATION
All software and hardware design are licensed under per missive open-source licenses and can be freely used, copied, modified, integrated, and/or redistributed. Reproducing the implementation only requires basic engineering skills. For reproduction, the following four steps have to be done: 1) Acquire an IMU. 2) Have the PCAs produced by a PCB print and population service. 3) Have the casing printed by a rapid prototyping service. 4) Connect the different parts and program the !LC.
After completing these steps, the system will be ready for use. Optionally, one may chose to print and populate the PCBs oneself. However, this requires some special equipment and soldering skills since currently the implementation is based on a 4-layer PCB design and the components are surface mounted. The reproduction cost is less than $800, with the IMU making up the bulk of the cost ($700), and the printing and population of the PCBs and printing of the casing making up the rest.
Likewise, modifying the system is simple. PCB and casing designs are available in standard formats and can readily be changed to suit ones needs. The software is documented with tagged comments (Doxygen), and the code is available together with AV R Studio 5 project files, making linking with new user-implemented algorithms straight forward. The procedure to implement and run new algorithms is as follows: 
VI. CONCLUSIONS
We have presented an open-source, embedded, foot mounted INS implementation containing both hardware design and software. The system can easily be reproduced and used without deeper understanding of the technology. Due to the openly available software and hardware design, the implemen tation sets a reference for the field. Evaluation of the system performance shows that the system has heading related errors in the order of percent and residual errors in the order of tenth of a percent of the traveled distance. Consequently, the heading related errors dominate the system errors. The focus of the implementation has been simplicity. However, the performance results are in line or even better than many results published in the literature.
