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+++ IN T R O DUC TI ON +++ - 1 -
Depuis la fin des années soixante les systèmes de base de données 
connaissent un essor très important. 
Cette évolution est renforcée aujourd 'hui par la définition de lan-
gages de haut niveau destinés à permettre aux utilisateurs un em-
ploi plus aisé de ces systèmes. 
Ce mémoire s'inscrit dans le cadre d 'un travai l entrepris par 
l'équipe "grands fichiers" des F.U.N.D.P. à Namur et dont le but 
était la définition d ' un nouveau système de ba se de données : SPHINX 
Notre objectif est la définition et l'implémentation d 'un langage 
de haut niveau de type SPHINX pour un système de gestion de base de 
donné es èodasyl. 
Un sys tème de base de données offre généralement un langage de des-
cription des données (DDL) et un langage de manipulation de celles-
ci (DML ). Le DML est un ensemble d'ordres qui agissent sur les don-
nées définies grâce au DDL. 
De ces deux langages nous n'étudierons que celui de manipulation de 
données; le DDL auquel nous faisons référence au cours de l' analyse 
est l'obj et d'un travail parallèle réalisé par M. NGYEN LAN. 
Par oppositi on aux DDL et DML SPHINX de départ nous appelons ces 
nouveaux langages DDL' et DML'. 
L'intérêt de créer ces DDL' et DML' pour un système codasyl rési-
de dans le f a it que un tel système répond à des normes qui ont été 
suivies par de nombreux s ystèmes commercialisés. 
Le nouveau DML que nous nous proposons de créer est de type "lan-
gage de boucle" et reprend un des objectifs principaux de DML 
SPHINX: permettre à l'utilisateur l'écriture de programmes clairs 
et bien structurés . Il libère en outre l'utilisateur de contraintes 
délicates et fastidieuses telles que la gestion des courants, l'ini-
tialisation de paramètres implicites, etc ... liées à l'écriture 
d'un programme DML CODASYL. 
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Le mémoire dont nous venons de présenter l'obj et se structure en 
six parties. 
Après avoir rappelé quelques concepts relatifs aux bases de données 
(chapitre 1) nous exposons dans les chapitres deux et trois les 
éléments d'un système CODASYL et du système SPHINX. 
Ces deux systèmes sont présentés en vue de la définition du DML', 
c'est pourquoi cette présentation n'en constitue pas une définition 
complète. 
Le chapitre quatre r appe lle les éléments du DDL' défini par 
M. NGYEN LAN et expose les étapes d'analyse qui aboutissent à la 
définition du DML'. 
Le chapitre cinq constitue la partie pratique du travail, il décrit 
les principes et algorithmes du compilateur DML'. 




Chapitre I : Quelques concepts rela tifs aux bases de données. 
- - - - - - - - - - - - - - -·- - - - -
-------------------
Ce chapitre a pour but d'introduire des notions générales relatives 
aux bases de données afin de situer le rôle et les fonctions rem-
plis par les systèmes de base de données actuels et leurs langages 
associés. 
Nous présentons successivement les concepts de 
1. mod è les logiques, modèles d'accès et représentation physique 
des données. 
2. de shémas externes, shémas d'accès et shémas internes. 
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I. 1. Mod èle log ique, modèle d' a cc ès et implémenta tion physique. 
----------------------------------------------------------------
Une bas e de donnée a pour but de représenter au mieux un syst ème 
d'inf ormations quel qu'il soit. Pour cela il convi ent d'enregistrer 
toutes les données du monde réel qui sont significa tives par rap-
port aux obj ectifs de c e système d'informa tions et de les décrire 
en relations les unes avec les autres. 
Une analyse complète d'un tel système peut se faire en trois étapes 


















Dans la première étape on dégage les entités du système réel que 
l'on considère comme significatives ainsi que leurs propriétés et 
les liens qui les unissent . 
On parle ainsi de structure ou mod è le logique ou conceptue l. 
Au cours de la seconde étape on décide des accès aux différentes 
informations qui sont à mettre en oeuvre pour répondre au mieux aux 
obj ectifs des utilisateurs et assurer un fonctionnement efficace de 
la base de données . On parle dans ce cas de structure ou mod èle 
d'accès. 
Enfin dans la dernière étape on détermine quelle doit être l'implé-
mentation physique des données et des ac c ès définis dans l es éta-
pes précédentes. 
Cette découpe en trois niveaux d'analyse permet de rendre un niveau 
de description indépendant des critères pris en charge dans les \ni-
veaux inférieurs . 
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I. 2. Shémas externes, shémas d'accès et shémas inte,~nes. 
Un sys t ème de gestion de base de données (SGBD ) es t un ensemble 
d'outils permettant à un utilisateur de travailler et de cons id é-
rer la base de données au niveau du modèle d'accès. 
Nous pouvons représenter un tel système par la ~igure suivante 











- Un s héma d' a cc ès repré s ente la description d'une base de données 
au niveau du modèle d'accès . 
- Un s héma ext erne repré s ente la description de la même base de 
données mais vue sous l ' angle d'un utili sateur pa rticulier ; il 
peut pa r ex emple ne considérer qu'une partie du shéma d'accès 
~t / ou en fair e une description 'différente . 
- Un shéma i nt erne est directement lié à l'implémentation physique 
de la base de données. 
- Le SGBD est chargé d ' établir la corresponda nce entre modèles 
externes, mod èlEBd'accès et mod è les internes. 
- Ces différents shémas .sont construits et contrôlés par ces admi-
nistra teurs de la base de données .( ABD ) . 
Les ABD sont un ensemble de personnes chargées de définir les en-
tités et les relations ·à fair e entrer da ns _a bas e de données 
et la façon de les représenter aux différents niveaux. 
- Un utilisateur communique avec le SGBD grâce aux l angages de des-
cript i on (DDL ) et de manipulations (DML) de données associées 
au s yst ème . 
- La caractéristique principale d ' un SGBD est s on modèle d'acc ès 
(ou modèle de structure des données) qui détermine ses langages 
DDL et DML. 
- Un t1odèle de structure de données est un ensemble de règles et 
de cara ctéristiques ass ociées aux types de données pouvant être 
utili sées . Il se situe au niveau de l'implément a tion logique des 
données . 
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Chapitre 2 : Le système CODASYL 
- CODASYL est un comité destiné à établir des normes relatives aux 
spécifications de langages de programmation liés aux systèmes de 
données. Le DBTG (DATA BASE TASK GROUP) en est un groupe chargé 
d'établir des normes relatives aux langages de base de données. 
Plusieurs rapport ont été publiés à cet effet et de nombreux SGBD 
ont été développés et commercialisés sur base de ceux-ci , ce sont 
par ex. : DMS IIOO (UNIVAC), IDMS ( IBM), DBMS-20 (DIGITAL ), 
EDMS (XEROS DATA-SYSTEMS ), PHOLAS (PHILIPS), IDS (HONEYWELL ) .••.. 
- Dans l a suite du texte nous nous référons au rapport 71 publié 
·t-. 
par le DBT 6 et nous appelons système CODASYL un SGBD qui respecte 
les norme s ainsi décrites . 
Un syst ème CODASYL comprend les éléments suivants : un modèle de 
structure des données, un DBMS, un DDL et DlY!L. 
Le DBMS est un ensemble d'" outils'' permettarit à un utilisateur 
d' a cc éder à une base de données; il communique avec le DBMS grâce 
aux l angages DDL et DML de description et de de manipulation des 
données . 
Ce chapitre présente les principaux concepts d 'un tel système . 
Rappelons que sont intérêt n'est pas d'introduire un système 
CODASYL mais de releve~ certaines notions intervenant pour l'ana -
lyse et l a conception du DMLv. 
' 
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2.1. Le modèle de structure des données . 
----------------------------------------
- Le sys t ème CODASYL permet de décrire ~ne structure de données de 
type réseau. 
Pour le faire, il utilise les concepts de RECORD e t de SET. 
Pour éviter toute confusion, nous introduirons les termes d'une 
part de type de record et de record et d'autre part de type de set 
et de set . 
- Un type de record définit un ensemble d'objets possédant le s mêmes 
carac t ér i stiques du point de vue de l'utilisateur. 
Un record désigne un obje t particulier de cet ensemble. 
Un type de record peut se décomposer -en Data-items et/ou Data-
aggregates. 
Un data-item représente la . plus petite unit é d 0 information et un 
data - aggr egate est une collection nommée d.e data-items. ( 1 ) 
A un record correspondent des valeurs de data-items et data-aggre-
gat es . 
- Un type de set définit une relation existant entre des types de 
record et s'exprime en termes de OWNER et MEMBER : un type de re-
cord OWNER est relié à un (ou plusieurs ) type( s ) d~ record member(s). 
A un set corre spond un r ecord OWNER et zéro, un ou plusieurs records 
pour chaque member. 
- Un set poss ède les cara ctéristiques suivantes : 
- : à partir d'un record member, on peut retrouver le record owner. 
- à part ir du record owner , on peut retrouver tous les records mem-
bers. 
- un record ne peut appartenir qu'à un seul set du type pour lequel 
son type de record est déclaré owner ou member. 
- un set est identifié par son r ecord owner unique. 
- lors de la création d'un record, le SGBD crée automatiquement un 
set pour chaque type de set pour lesquels s on type de record est 
owner, on définit ains i un set vide : un set qui ne se compose que 
de son seul record owner. 
(1) Un data-aggregate est un groupe de · data-items , un vecteur ou un 
groupe r épétitif . Un vecteur es t un tableau à une dimens ion e t le 
groupe répétitif est une collection nommée de données. Ces données 
pouvant être des vecteurs et des groupes répéti ·'~ifs . 
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2.2. Le DB MS 
Le DBMS est un intermédiaire entre d'une part le programme utilisateur 
et dqautre part le sys t ème (O. S .) et la base de données. 



























(1) Un programme utilisateur fait appel au DBMS. 
Cet appel constitue une demande d'accès à la base de données. 
(2) Le DBMS ana lyse l'appel et complète et analyse les données con-
1 cernées par l'appel à l'aide du shéma d'accès et shéma externe 
, référencé dans le programme. 
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(J) Le DBMS fait une demande d'I/O sur base des renseignements ob-
tenus à partir des shémas d' accès et externes concernés pa r le 
programme. 
(4) L'O.S. effectue les I/O demandés . 
(5) L' O.S. transfère le résultat de cette opération dans ses buffers. 
(6) Le DBMS transfère les données obtenues dans la zone des données 
de l'utilisateur (UWA ), conformément au shéma externe concerné. 
(?) Le DBMS transme t au programme des renseignements résultant de 
l'appel : code d'erreur, .•. 
Il est deux notions importantes à introduire ici 
DATA BASE KEY (DBK) et d'AREA. 
les notions de 
Une AREA est une subdivision de l'espace adressable occupé par la 
base de donnée s , elle peut contenir des records et des sets. 
Une area est déterminée par l'administrateur de la base de données 
et manipulée par les utilisateurs grâce aux ordres DML OPEN et CLOSE 
d'ouverture et de fermeture d'area. 
Lorsqu'un record est créé et placé dans une area, le DBMS lui assigne 
automatiquement une DBK dont la valeur constitue un identifiant puur 
l e record et le distingue de tous les autres records de la base de 
données. Dans certains DBMS , cette DBK est associée à l'adresse phy-
sique d'un record dans la base de données. 
Lors de l'appel d'un programme utilisateur au DBMS, il y a échange 
d'informations et à cet effet est prévue une zone de communication 
qui comprend : - une zone de données (UWA) 
- des registres d'état. 
2.2.1. U.W.A,(User Working Area ) 
. Chaque programme utilisateur dispose de sa propre zone UWA qui est 
construite par le DBMS en aocord avec le sous-shéma du programme. 
A chaque type de données du sous-shéma correspond une zone de UWA 
possédant les mêmes caractéris tiques et la même structure. 
Cette zone est garnie soit par le programme utilisateur préalable-
ment à certains ordres DML ( ex : la création d'un record), soit par 
le DBMS suite à une demand e d'accès à la base de données. 
- 12 -
2.2.2. Les registres d' é t a t. 
On di s tingue - les reg i stres d' état courant 
- les registres d' état d ' erreur 
2 . 2.2 .1. Les registres d'état courant 
--------- - ------- - -
Ces reg i stres existent pour toute la dur ée d'exécution d'un program-
me et lui procurent des r ense i gnements concernant le dernier record 
obt enu ou créé par le programme. 
Ces regis tres sont : 
- Area-name et Record-name contenant respectivement le nom de l' area 
et le nom du type de record auxque~s appartient l e dernier record 
obtenu ou créé par l e programme. 
- Les registres CURRENTS contenant la DBK du dernier record obtenu 
ou cré é pour : chaque type de record du sous-shéma, 
chaque type de set du sous-s héma~ 
chaque area du sous-shéma , 
le programme (current du RUN-UNIT). 
Ces currents sont rriis à jour par le DBMS après chaque ordre DML en-
trainant un a ccès à la base de données. Ils ionstituent un moyen de 
de communication pour le programme dans l e·sens où un ordre DML 
peut r é f érencer un record en désignant i mplicitement ou explicitement 
un current qui doit alors contenir la DBK de c e record. 
L'utilisateur dispose à cet effet de plusieurs moyens de mise à jour 
de ces currents : 
- un ordre DML constitue une demande implicite de mise à jour des 
currents par le DBMS . 
- il peut faire une demande explicite de suppression de mise à jour 
de certains currents par la clause SUPPRESS CDRRENCY STATUS FOR 
qui peut accompagner chaque ordre DML d'acc ès à un (ou plusieurs) 
record( s ). 
- il dispose d 'un ordre DML : MOVE CURRENCY STA US lui permettant 
de transférer une valeur de current dans une zone qui lui est pro-
pre. 
12. 2. 2. 2 ._Les_registres_d' état Q' Qrfe}:!r 
Ces reg i s tre s indiquent si l'exécution d'un ordre DML s 'est d éroulé e 
'/. 
norma l ement ou si elle a été emp~chée ou interrompue et dans l es deux 
derniers cas quelle en est la cause . 
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indique le type d'erreur détectée. 
indique le nom de l'area dans laquelle une erreur a 
été d'étectée. 
indique le nom du type de record pour lequel une erreur 
a été détectée . 
ERROR-SET : indique le nom du type de set pour lequel une erreur 
a été détectée. 
ERROR-TYPE indique le nom du t ype d'interférence avec un program-
me concurrent emp§chant l'exécution de 1r~rdre. 
ERROR-COUNT indique le nombre d'erreurs détectées. 
- 14 -
2 .3. Le D D L 
Le DDL est le langage dont dispose l'utilisateur pour décrire une ba-
se de données. 
Cette description consiste en deux sections 
-une clause d'introduction. 
-des clauses de description - une ou plusieurs clauses AREA, 
Il Il Il Il RECORD 
Il Il Il Il SET. 
2.3.1. La clause d'introduction 
Cette clause permet de nommer la base de données ou partie de celle-ci . 
Elle s ' exprime en termes de SHEMA ou SOUS-SHEMA. 
Un shéma décrit la base de données complète , alors qu'un sous-shéma 
ne décrit qu'une partie de celle-ci. 
La notion de sous-shéma permet à un utilisateur de ne travailler qu'a-
vec la partie de la base de données qui l'intéresse. Il peut ainsi 
ne décrire dans la suite du texte DDL que certains éléments (type de 
record et set, data-items et aggregates, areas) du shéma et /ou en 
faire une description différente. 
Le DBMS est chargé d'établir la correspondance entre shéma et sous-
shéma. 
La clause d'introduction peut s ' accompagner d'une clause LOCK dési-
gnant les clés à fournir pour l'accès à un shéma ou sous-shéma. 
2.3.2. Clauses Area 
Une telle clause permet de nommer une area du shéma ou sous-shéma et 
d'imposer des règles d'accès à celle-ci sous forme de clés (LOCKS) 
réservées pour certaines opérations sur l'area. 
2.3.3. Clauses Record 
Une telle clause permet de nommer et de décrire un type de record. 
Cette description comporte trois sections: 
- une clause WITHIN et AREA-ID éventuelle permettant de localiser 
l'area dans laquelle se trouve un record du type décrit. 
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- une clause LOCATION MODE indiquant comment est loca lisé un record 
de ce type dans l a base de donnée . 
- des clauses décrivant la structure du type de record: elles défi-
nissent les data-items et/ou data aggregates qui le compose. 
Clause WITHIN 
Elle indique dans quelle(s) area(s) peuvent se retrouver les records 
du type de record concerné. 
Un type de record peut appartenir à plusieurs areas mais un record 
n' appartient qu'à une seule . 
Clause AREA-ID 
Cette clause accompagne une clause WITHIN lorsque celle-ci comporte 
plus d'un nom d'area. 
Elle a pour effet de réserver une zone en UWA destinée à contenir un 
nom d'area. 
Cette zone est garnie par le programme, préal ablement à certains or-
dres DML impliquant une c laus e LOCATION MODE CALC (cfr. ci-après), 
elle permet alors de préciser dans quelle area de la clause WITHIN se 
trouve le record concerné par l'ordre. 
Clause LOCATION MODE 
Elle indique comment de DBMS localise un record du type concerné par 
cette clause et par cons équent les renseignement~ que devra fournir 
le programme pour identifier ce record. 
Cette clause joue un double rôle : 
- elle intervient lors de la création d'un record; elle indique alors 
. avec la clause WITHIN ou AREA-ID comment et où sera inséré le record 
dans la base de données . 
- elle intervient pour localiser un record OWNER d'un set s'insérant 
dans un chemin d'accès défini par une SOS (cfr. ·2.J.4.J.). 
Il existe troi s modes de localisa tion d'un record dans une area. Ces 
.modes sont décrits par les clauses suivantes 
LOCATION MODE DIRECT Z 1 
"1 
La localisation est bas ée sur la valeur de Z 1 qui doit contenir une 
DBK. Z 1 doit donc, préalablement à un ordre DML, être garnie par le 
programme ave c la DBK voulue. 
LOCAT ION MODE CALC USING (data-item- 1) 
DUPLICATES l NOT l ALLOWED ~data-item 2 ':> , ... 
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la localisa tion est alors basée sur les valeurs des data-items concer-
. nés qui par ce fait sont déclarés CALC KEYS. 
La DBK affectée au record est fonction de ces valeurs et du nom de 
l'area fournie soit .par la clause within, soit par area-id . La clau-
se DUPLICATES indique si les valeurs de cale keys sont uniques ou non. 
LOCATION MODE VIA < nom type de set) SET 
La localisation est alors basée sur l'appartenance du record à un 
set (de type spécifié dans cette clause) en t.ant que member. Le re-
cord sera placé le plus près possible de son point d'insertion lo-
gique dans le set. 
Le DBMS procède à la localisation en deux étapes 
il localise le set grâce à la SQS associée au type de set 
(cfr. 2.J.4.J .) 
- parmi les record members , il sélectionne celui désiré. 
Le programme doit donc fournir, préalablement à un ordre DML, le 
moyen de localiser le set concerné et au sein de celui-ci le member. 
Structure d'un type de record . 
La description d 'un type de record se fait par niveaux comme en Cobol, 
chacun des niveaux décrit un data-item ou data-aggregate. 
La description d'un data-item se fait par des clauses PICTURE, TYPE, 





RESULT OF ( nom procedure) 
Cette clause indique que la valeur du data-item décrit résulte de 
l'exécution d'une procédure citée dans cette clause; le terme ACTUAL 
indique que la valeur existe physiquement dans la base de données 
pour le record; VIRTUAL est utilisé dans le cas contraire. 
IACTUAL l _ VIRTUAL SOURCE IS { nom data-item> OF <n om type de set) 
Les termes actual et virtual prennent le même sens que ci-dessus. 
Cette clause indique que la valeur du data-item est redondante avec 




Cette clause indique qu'un contrôle sera effectué sur la valeur de ce 
data-item lors cl'une insertion ou modification de celle-ci dans la 
base de données. 
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2.J.4 Clauses set . · 
Une telle clause perme t de nommer et de décrire un type de set du 
shéma ou sous-shéma . 
Cette description comporte trois sect ions : 
- des clauses concernant l'implémentation physique d' u_ne relation 
dans l a base de données : mode de chaînage, .••• Nous n'examinons 
pas ces clauses car elles n'interviennent pas dans la suite de 
l'ana lyse. 
- des clauses identifiant le type de ste en termes d'OWNER et MEMBERS . 
- une clause d'identification d'un set: SET OCCURENCE SELECTION (SOS) . 
2.J .. 4.1 Clause owner. 
OWNER IS ( t_ nom de type reco_rd > . 
SYSTEM · 
Lorsque l'OWNER est system , on définit un type de set particulier qui 
ne comporte qu'un seul set et dont le record OW~ER est appe lé system. 
2.J.4.2. Clause Member 
MEMBER IS < nom type de record) 
O~TIONAL MANU AL 1 
MANDATORY l ( AUTOMATIC J 
Un type de record es t member mandatory pour un type de set si lorsqu' 
un record de c e type est inséré dans un set de ce type , il ne peut 
plus en être détaché pendant tout e sa durée de vie dans la base de 
donné es ; il est MEMBER OPTIONAL sinon. 
Un type de record est MEMBER AUTOMATIC pour un type de set , si lors 
de la créat i on d'un record de ce type , son insertion dans un set est 
automatiquement prise en charge par le DBMS; il es t MEMBER MANUAL 
sinon. 
Outre cette clausell 'identifica tion d ' ,ln type de set peut s'accompa -
. gner d'autres clause s optionnelles : 
- DUPLICAT ES NOT ALLOWED FOR lnom data-it em 1 ') 1 
t_nom data-item 2.:>,- ---
Cette . clause indique que de-s~~ records members ne peuvent avoir les 
mêmes valeurs pour le s data-items spécifiés . 
- ASC ENDING / DESCENDING KEY (_nom data-item 1 ') ) t.. nom data -item 2> --
[ DUPLICATES [ NOT ] ALLOWED ] 
Cette clause permet de défini r un ordre (croissant ou décroissant) 
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d'insertion d'un member dans un set sur base des valeurs des data-
items spécifiés. 
La clause DUPLICATES indique si ces valeurs sont uniques ou non pour 
un RECORD MElVIBER. 
- SEARCH KEY (nom data-item l) , (nom data-item 2) ' ... 
[ DUPLICATES [ NOT] . ALLOWED] 
Cette clause indique que pour chaque set, un index sera créé, permet-
tant un accès direct à chacun des records members sur base de leurs 
valeurs pour chacun des data-items spécifiés . La clause duplicates 
indique si ces valeurs sont uniques ou non pour un record. 
2.).4.3. Set Occurence Selection (SOS) 
Cette clause est la déclaration du mode de sélection automatique d'un 
set. Plusieurs ordres DML exigent à leur exécution , la spécification 
d'un 0u plusieurs) set (s) susceptibl~s)d'intervenir dans l'opération. 
Un set est spécifié par son record owner unique. La déclaration du mode 
de sélection automatique consiste à donner au SGBD la description d'un 
chemin d'accès. te chemin est une chaîne de sets à parcourir dans le 
sens owner ve:rnmember o 
Le point de départ doit être repérable soit par la valeur du current 
de son type de set soit par la location mode de l'owner qui doit être 
DIRECT ou CALC. 
Le point d'arrivée de ce chemin est un se t du type auquel la SOS est 
relative. Un chemin est de longueur nulle lorsque le point de départ é-
gale le point d'arrivée. 
Les étapes du chemin autres que le point de départ consistent chacune 
à sélectionner un set par identification de son owner comme member du 
set sélectionné à l'étape précédente. 
Le rapport CODASYL propose deux méthodes de description de ce chemin 
- la première consiste à le décrire explicitement depuis le point de dé-
part jusqu'au point d'arrivée. 
- la deuxième consiste à décrire le chemin à partir du point d'arrivée 
et dans ce cas les étapes du chemin se font par références successives 
à des clauses LOCATION MODE et SOS . 
L'identification d'un member dans un set · se fait par valeurs de certains 
dat~-items déclarés identifiants de s et, c-à-d : les data-items déclarés 
dans une clause DUPLICATES tWT ALLOWED FOR 
ASC ENDING / DESCENDING KEY IS ... DUPLICATES NOT ALLOWED 
SEARCH KEY IS ... DUPLICATES NOT ALLOWED 
Exemples 
1ère méthode 
Soit les clauses RECORD Rl LOCATION MODE IS DIRECT Zl 
RECORD R2 
RECORD RJ 
SET Sl OWNER IS Rl 
MEMBER IS R2 Duplicates not allowed 
for d-it 1, d-it 2. 
SET S2 OWNER IS R2 
MEMBER IS RJ 
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SOS THRU Sl USING Location mode of owner 
S2 USING d-it 1, d-it 2. 
La SOS associée au type set S2 définit un chemin de longueur deux : 




point d'arrivée: RJ 
Un set detype S2 sera identifié comme suit : 
- on identifie un Record Rl par son location mode (Zl doit contenir 
sa DBK) et de c e fait on identifie un set de type Sl. 
- dans ce set, on identifie un member de type R2 grâce à ses valeurs 
d'identifiants de set : d-it 1, d-it 2 (les valeurs doivent être 
présentes en UWA) et de ce fait un se t de type S2 est localisé, 
le record de type R2 sélectionné désigne l'owner. 
2ème méthode 
Soit les clauses DDL 
RECORD Rl 
RECORD R2 LOCATION MODE IS VIA Sl 
SET Sl OWNER IS Rl 
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MEMBER IS R2 DUPLICATES NO~ ALLOWED FOR 
SET S2 
d-it 1, d-it 2 
SOS THRU CURRENT OF SET 
OWNER IS R2 
MEMBER IS RJ 
SOS THRU LOCATION MODE OF OWNER USING d-it 1, 
d-it 2. 
La SOS as s ociée au type de set S2 définit un chemin de longueur deux 




point de départ : Rl 
Un set de type S2 sera identifié comme suit : 
- on identifiera le record de type R2 owner grâce à son location ·j 
mode, qui renvoie à la SOS du type de set Sl. 
Le record de type R2 sera identifié en tant que member d'un set 
de type Sl grâce à ses valeurs d'identifiant de set : d-it 1 et 
d-it 2 
- un set de type Sl est identifié par le current · de ce type de set 
qui contiendra la DBK de l'owner. 
.. . ... ~ 
,. 
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_ 2 .4. Le D M L 
Le DML est le langag·e utilisé par un programme utilisateur pour com-
muniquer avec le DBMS dans le but d'accéder et derranipuler des in-
formations de la base de données. 
Le DML n'est pas un langage à part entière, n s'insère dans un autre 
(langage hôte) qui est généralement le COBOL .. 
Les principaux ordres DML sont : 
.. INVOKE 
Forme générale 
INVOKE SUB-SHEMA <nom d'un sous-shéll!,a) OF SHEMA <nom d'un shéma) 
Cet ordre fait référence à un sous-shéma particulier. Il ne ~eut 
exister qu'un seul ordre INVOKE dans un programme et par conséquent 




_ OPEN !FOR SET (nom type de set) 
· AREA <_nom are a> .••• 
[
USAGE l½ODE IS (EXCLUSIVE J ! RETRIEVALl] 
PROTECTED UPDATE 
Cet ordre permet l'ouverture des areas ~elatives 
tés (FOR SET) ou explicitement nommées (AREA). 
aux types de set ci-
La clause USAGE MODE détermine les règles de concurrence associées 
à ces areas : 
si la clause est 
EXCLUSIVE: le programme se réserve l'accès exclusif aux données des 




le programme se réserve le droit de mise à jour des don-
nées des areas concernées. 
cette clause permet à d'autres programmes d'ouvrir . les 
mêmes areas avec un usage mode autre que exclusive ou 
protected. 
cette clause permet à d'autres programmes d'ouvrir les 
mêmes areas avec un usage mode autre que protected. 
Par défaut, l 9 usage mode est RETRIEVAL. 
- FIND 
Forme générale : 





!SET nom type de set , •.•• 
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CURRENCY UPDATES ] 
Cet ordre consti·~~e une demande d'accès à un record de la base de 
données. 
- La clause (expression de sélection) indique comment sera iden-
tifié le record à obtenir. 
Cette sélection se fait selon trois critères : 
- on peut accéder-à un recor en fournissant directement 
sa DBK (format 1). 
- on peut accéder à un record par référence à un current 
(format 2 , J,4 ). 
- on peut accéder à un record en donnant la valeur de cer-
tains de ses data-items (format 5,6,7). 
- La clause SUPPRESS constitue une demande de non-mise à juur de 
certains currents, spécifier dans cette clause; si c'est ALL seul 
le current du run-unit sera mis à jour. 
_GET 
GET l ~nom type <_nom type record)]. de record') • zdata - item) . ) . . . . 
Cet ordre fait suite à un ordre FIND et met à la disposition du pro-
gramme (en UWA) la valeur des data-items spécifiés et appartenant au 
:record spécifié par le current du run-unit • 
. _ STORE 
STORE (nom type de record) Suppress •••• 
Cet ordre créé un nouveau record du type spécifié. Les valeurs de 
data-items associées à ce record se trouvent en UWA; de plus, le 
record est inséré dans un set pour lequel il est AUTOMATIC MEMBER, 
1 
chacun de ces sets est identifié par SOS . 
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- INSERT 
INSERT Qnom type de recorctj. INTO 1 1._ nom type 
A:-LL SETS 
type s~é cifié dans 
de sets) .... 
Cet ordre insère un record du chaque set de type 
spécifié et identifié par current. 
Le r e cord à insérer doit être optional automatic , opt ional manua l 
ou mandatory manual member pour cha cun des sets . 
- MODIFY 
MODIFY \ ~ nom type de record >J 
(nom type de record) 
Cet ordre modifie l es valeurs de 
J 
USING (data-item 2} 
data-item 1,. 
data -items d'un record de type spé-
cifié ou l' appar t enanc e de ce record à un type de set (~vec clause 
USI NG ) et dans ce cas (da~a-item 2) .... sont des data-it ems dont 
les v a leurs ( en UWA) permettent de reconstituer la SOS du nouv eau set. 
- CLOSE 
CLOSE \ ALL [ FOR SET nom type de se t , . .• J 
AREA < nom a r ea ) p ••• 
Cet ordre permet la fermeture de s areas spécifié~s . 
- DELETE 
DELETE ~nom type de record~ 
Cet ordre supprime un record 
r~:~~TIVE] l~LL 
de l a base de 
Si il s'accompagne de l a cla u s e 
données . 
ONLY : tous les records manda!Dry member d 'un set dont il est owner 
sont également supprimés et c ett e r ègle s 'app lique égal ement 
à c es records. 
SELECTIVE: la même règ le s ' applique aux records mandatory members 
et optional members s'ils n'appart i ennent pas à d'autres 
sets . 
ALL tous lè s recoDd s member sont supprimés et cette r ègle s ' appli-
que pour ces records. .~· 
Dorsqu' a ucune de c es troi s clauses n ' est présente , l'ordre s ' exé cut e 
pour le record identifié par current du run-unit uniquement s ' il n'est 
own er que de sets vid es . 
~ REMOVE 
REMOVE (nom type de r ecord) FROM [ (nom type sets) 
ALLS SETS 
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Cet ordre déta che un record des 
quels il eqt optional MEMBER. 
sets de type spécifi és et pour les-
~ MOVE 
Forme 1 
MOVE CURRENCY STATUS FOR RUN-UNIT.. 
nom type de record)RECORD 
·. <pom d' a re a > AREA 
(nom type de ~et) SET 
TO (nom zone Cobol) 
Cet ordre sauve une valeur de current dans une zone du programme. 
Forme 2 
MOVE AREA-NAME FOR RUN UNIT 
< nom type de record> RECORD 
(nom d' area ). AREA 
(nom type de set) SET 
{nom zone-1 Cobol> 
TO < nom zone -2 Cobol> 
Cet ordre sauve dans une zone du programme la va leur de AREA-NAME 
contenant le nom d'area du record identifié par current ou dont la 
DBK se trouve dans une zone du programme . 
KEEP 
Cet ordre permet à un programme de mettre un r ecord sous surveillance 
du DBMS. Lors d 'une nouvelle utilisation de c e record dans un ordre DIV[ 
le DBMS préviendra (gr âce aux reg i stres ERROR-STATUS et ERROR-TYPE) 
si le record a ,été 'modifié " par un autre programme. 
_ FREE 
Cet ordre annule l'effet d'un ordre KEEP. 
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2.5. La concurrence entre programmes. 
Des programmes sont dits concurrents lorsqu'ils utilisent 
simultanement les mêmes données. 
Cett e concurrence peut avoir d.es repercutions multiples sur les 
données : une modification peut les rendre i .nvalides au niveau 
g lobal de la base de données et/ou au niveau d 'un programme conc-
urrent. 
Etant donné le cadre dans lequel se situe ce irav .. ail, nous ne 
considerons que ce deuxième aspect de la concurrence. 
Quelques exemples permettent d'illustrer les inconvénients liés à 
cette notion. 
Exemple 1 : 
programme 1 





MODIFY REC data-item2 
Si l'ordre de modification s'exécute avant l 9 ordre GETP le 
progamme 1 éxécutera cet ordre pour un record ne répondant plus 
au critère de sélection défini par le FIND. 
Exemple 2 
programme 1 
ce programme examine tous 
les records members d'un set 
Rl 
RJ R4 R5 R6 
programme 2 
exécute la modification suivante: 
Rl R2 
R5 - - - R7 R8 
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Si l'ordre de transfert de R5 dans un autre set de même type s'exé-
cute en. même temps que l'examen de R5 dans le programme 1, celui-ci 
continuera à examiner le set à partir de R5 et par conséquent accè-
dera à R? et R8 plutôt qu'à R6. 
Il apparait donc important d'offrir à l'utilisateur le moyen d'assu-
rer l'usage exclusif des données dans de tels cas. 
Le système CODASYL est limité à ce sujet: il permet l'imposition de 
règles de concurrence au niveau d'une area grâce à la clause USAGE 
MODE; par conséquent un utilisateur désirant avoir l'usage exclusif 
de certaines données bloque également toutes celles appartenant à la 
même area. 
Les ordres KEEP et FREE permettent également un certain contrôle dans 
le sens où on peut vérifie~ pour chaque .ordre DML si les données con-
cernées et ayant fait l'objet d'un ordre ·KEEP ont été modifiées de-
puis leur dernière utilisation. 
Remarquons que ces deux ordres ne sont implémentés pour aucun DBMS 
de type CODASYL, c'est pourquoi nous n'en tiendrons pas compte dans 
la suite du texte. 
--
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Chapitre J : Le système sphinx 
Le s"ystème sphinx résulte de recherches entreprises par l'équipe 
"grands fichiers" des F.U.N.D.P. à Na.mur . Il définit un modèle con-
ceptuel (appelé MSI ), un modèle d ' accès , des langages de description 
(DD L), de manipulation (DML) et d 'interrogation (NUL ) des données. 
Le système choisi pour la réalisation de SPH1NX est le sys t ème SESAIVI 
de SIEMENS. 
Ce chapitre étudie le système SPHINX dans ses principes et la pré-
sentation est essentiellement centrée sur le DML. 
- 28 -
J.l. Le modèle d ' accès 
Ce modèle est de type modèle relationnel binaire . 
Les éléments et concept s sont le s suivants : 
Les informations présentes dans la base de données sont regroupées 
en classes appe l ées OBJET~ Une information particulière d'une 
c lasse est appelée r éalisation d ' un objet. • 
- Les obj ets dont les réalisations sont de s valeurs sont dits élé-
mentaires ( O. E.) sinon ils sont dits complexes (O. C.). 
(Les notions d 'O. E . et d 'O.C. se rapprochent des notions de dat a -
item et type de record CODASYL). Il.existe toujours un obj et par-
ticulier , l a RACINE, dont l'unique r éalisat ion r eprésente l a base 
de données . 
- Un objet élémentaire est dit composé s i chaque réa lisat ion peut 
être décomposée en é léments qui sont eux-mêmes des réalisations 
d'objet é l émentaires. 
- Une relation d'un obj et (appe l é ORIGINE) vers un autre objet (ap-
pelé CIBLE ) correspond à un chemin d'accès qui à partir de chaque 
réalisation origine permet dvacc éder à un certain nombre de réali-
sations cible. 
- Une relation peut être défini e entre deux objets complexes , d 1 un 
objet complexe vers un objet élémentaire, d'un obj et é lémentaire 
vers un obj et complexe et de la racine vers un obj et complexe . 
- Deux relations peuv ent être déclarés inverse l'une de l'autre. 
- Une relation es t caractér i sée par 4 paramètres I-J, K-L qui in-
diquent que : - à partir d'une r éalisation origine, la relation 
permet d'accéder à un nombre de réalisati ons cibles 
compris entre I et J. 
- la r éalisation permet d'acc éder à toute r éalisation 
cible à partir d'un nombre de réalisations orig ines 
compris entre K et L. 
).2. Communicati on entre programme et DBMS 
------------------------------------------
' 
Le DBMS _permet à un programme DML-SPHINX de communiquer avec l a base 
de données . 
--------~ 
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- La· izone de communication se compose : 
de variables indiquant par. leurs valeurs la manière dont 
s'est déroulé un ordre DML. 
- d'une zone de données destiné es à contenir les informations 
échangées : 
lors de l'accès à des r éalisations d'O.C., un programme 
peut spécifier les O. E. liés à c e t O.C. dont il désire ob-
tenir les valeurs , ces valeurs sont alors rangées dans des 
zones dont le nom est celui de l'O.E. d'origine et dont la 
découpe correspond à celle décrite dans le DDL. 
J.J. Le principe de la boucle d' accès· 
La boucle d'accès permet d'éffectuer des traitements de type répéti-
tif. 
Une manière quelque peu formelle d'exprimer les opérations réalisées 
serait : pour chaque (nom d'un type d'objet) faire : 
(séquence d'instruction) 
dont l'interprétation serait : accéder à toutes les réalisations du 
type d'objet spécifié et pour chacune d 0 elle exécuter la séquence 
d'instruction. 
Dans une boucle contr8lée par des valeurs successives d'une variable, 
on parle gé~éralement de valeur courante de la variable de boucle; 
dans le contexte d'un système de base de données SPHINX, on intro-
duit la notion de réalisation courante de la boucle. 
De manière à pouvoir désigner cett e réalisation dans le corps de la 
boucle, on lui affecte une étiquette qui correspond au !22.!11 de la va-
riable de boucle. 
J.J.1. Boucle et bloc de bas e 
Ces notions interviennent fréquemment dans la suite du texte, c'est 
pourquoi il est nécessaire de les définir préalablement. 
La boucle de base d'un ordre DML est la boucle d'accès la plus im-
briquée dans laque lle setrouve cet ordre. 
Le b loc de base d'un ordre DML généralise l a notion de boucle de base 
à tous les ordres DML définissant une s tructure de bloc: 
·.:i.e DML définit ave c les ordres d'accès (QPEN et REACH) un autre ordre 
(PREPARE ) définissant une structure de bloc. 
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J.4. Les ordres du DML 
J.4.1. Ordres définissant une boucle d'accès 
J.4.1.1. Boucle d'accès à une base de données 
Avant d'accéder aux réalisations d'un objet, il est nécessaire d'ac-
céder à la base de données sur laquelle on désire travailler. 
La spécification de cet accès prend la forme d'une boucle d'accès à 
l'unique réalisation de l'objet racine qu'est la base de données, et 
à cette boucle ne correspond qu'une seule itération. 
Les ordres de cette boucle sont : OPEN et CLOSE. 
Un programme DML peut ouvrir plusieurs bases de données. 
A un bloc OPEN-CLOSE est associée une étiquette qui désigne la base 
de données courante de ce bloc. 
Exemple supposons l'existence des bases de données STOCK et FOUR-
NISSEUR:· : 
@ OPEN STOCK = STK • l .. 
OPEN FOURNISSEUR = F-1 ., 
@. CLOSE STK-1. 
Remarquons que l'ordre CLOSE relatif à FOURNISSEUR est implicite dans 
l'ordre CLOSE STK-1. 
3.4.1.2. Boucle d'accès à -des réalisations d'un objet complexe 
l•~•l•g.1._s1r~c!uEe_d~ 1a_bQUQl~ ~•~cQè~ 
L'unique moyen d'accéder aux réalisations d'un O.C. est d'emprunter 
un chemin d'accès qui s'exprime sous la forme d'une relation dont 
l'O.C. est cible (cfr. modèle d'accès). 
Cet accès est demandé au moyen d'une boucle d'accès dont les ordres 
sont : REACH et END. 
Un accès étant réalisé à partir d'une réalisation origine, l'ordre 
REACH doit spécifier explicitement ou non: 
- un objet complexe dont on désire obtenir les réalisations, 
une relation d'accès dont cet O.C. est cible, 
- une réalisation de l'objet origine de cette relation. 
1 
Exemple : supposons une' relation EMPLOYE dont l'objet origine est 
DEPARTEMENT et l'objet cible PERSONNE. 
L'accès aux réalisations des personnes à partir de cette relation se 
fera comme suit : 
@ REACH PERS ONNE= Pl FROM DEPT VIA EMPLOYE 
~trait ement sur Pl). 
@END 
Ces ordres impliquent que : 
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le bloc Pl est inclus dans un bloc DEPT qui est une boucle d'accès 
à des réalis a tions de DEPART EMENT, c-à-d que l'étiquette DEPT est 
connue à l'endreit de l'ordre REACH Pl. 
Il est permis d'omettre la clause FROM, cette omission désigne im-
plicitement l'ordre correspondant au bloc de base de l'ordre REACH. 
La réalisa tion courante d'une boucle est connue sous le nom de l'éti-
quette définie dans l'ordre REACH. Cette étiquette devient sans si-
gnification et inconnue à l'extérieur du bloc auquel elle est atta-
chée (c-à-d après l'ordre END correspôndant). 
Le corps d'une boucle est exécuté pour chaque réalisation courante 
de la boucle, il en r~sulte que si il n'existe pas d'occurences de 
relation effectives entre les objets cibles et origines concernés par 
l'ordre REACH, la bouc l e ne sera pas exécutée et l'exécution du pro-
gramme se poursuit à l'instruction suivant directement l'ordre END. 
2·i·1·~·~•-AQcks_sQumi~ ~ ~e~ QODditions_ 
Il arrive qu'on ne désire obtenir que certaines des réalisations 
auquelles la réalisation permet d'accéder. Cette restriction d ' accès 
s'exprime dans un ordre REACH par une claus·e IF qui permet de défi-
nir les conditions qui doivent vérifier les réalisations pour ~tre 
retenues. Ces conditions sont donc limitées à celles qui portent sur 
les valeurs d'O.E. liés aux réalisations de l'O.C. 
Ces conditions s'expriment sous forme d'une expression booléenne et 
·~es opérateurs de comparaison d'une condition sont d'une part ceux 
d'usage dans une expres sion conditionnelle en Cobol et d'autre part 
des opérateurs d'appartenance ou non à une liste de valeurs. 
Exemple Supposons da s l'exemple précédant un accès sélectif aux 
employés habitant NAMUR ou BRUXELLES et âgés de moins de 
30 ans , 
@ REACH PERSONNE= Pl VIA EMPLOYE l ) IF (LOCALITE= NAMUR, 
1 BRUXELLES) 
AND AGE (JO). 
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J.4.1.J. Accès aux réa l isations d'objet s élémentaires 
L'acquisition de valeurs d'O. E. est directement l ié e à l'ordre REACH 
d'accès aux r éalisations de l'O.C. auxquelles elles sont reliées. 
Cet accès se fera au moyen d'une clause GET dans un ordre REACH; elle 
constitue soit une demande globale (GET ALL) de toutes les valeurs d' 
O~ E. attachées à une réalisation dio.c. soit une demande sélective 
( GE'l' < liste d' o. E. > ) de certaines de ces va leurs. 
L'absence de clause GET indique que l'ordre REACH ne désire pas obte-
nir les valeurs d'O.E. liées aux réalisations d'O.C. concernées par 
l'ordre. 
Lors de l'exécution d'un ordre REACH, les valeurs demandées seront 
rangées dans les zones Cobol dont le ~om est celui de l'O.E. corres-
pondant. 
J.4.2. Contrôle des boucles d'accès 
La boucle REACH-END constitue un moyen d'obtenir par une relation 
toutes les conditions d'un objet complexe vérifiant éventuellement 
des conditions et d'efféctuer pour chacune la totalité des instruc-
tions de corps de la boucle. 
De nombreux problème s exigent que pour certaines réalisations on 
n'exécute pas l'entièreté du corps de la boucle, mais que l'on passe 
prématurément à la réalisation suivante. 
Dans d'au~res problèmes on désire dans certaines conditions terminer 
complètement l'exécution d'une boucle en abandonnant toutes les réa-
lisations auxquelles la- boucle a donné accès. 
Afin de répondre à ces deux types de problème, le DML-SPHINX comporte 
les ordres NEXT et EXIT. 
J.4.2 .1 . NEXT 
La forme générale de cet ordre est : @NEXT \_ (étiquett~ >J) 
;QÙ 1... ·étiquette ') est le nom d'une étiquette active à cet endroit, 
de la même manière que dans les autres verbes, l'absence de la_ clause 
clause (étiquette) indique que l'on désigne implicitement l'éti-
quette du bloc de base. 
Cetordre commande l'abandon du trai tement de la réalisation courante 
correspondant à l'étiquette ~it&é · et le passage à la réalisation 
suivante. 
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Si la bouc le Z étiquette ) n • est pas le bloc de base de l'ordre 
NEXT,tous les blocs inclus dans cette boucle et contenant cet ordre 
sont abandonnés avant le passage à la réalisation suivante. 
Un ordre NEXT n'a de sens que pour une boucle REACH-END. 
J.4.2.2. EXIT 
La forme générale de cet or dre est @ EX IT [ l_étiquette> J , 
où "étiquette> prend le même sens que pour l'ordre NEXT. 
Cet ordre commande l'abandon de l a boucle et la sortie du1 contexte; 
l'exécution se puursuit à la première instruction qui suit l'ordre de 
cloture de la boucle que l'on quitte. 
J.4.J. Variables de travail 
Cette not i on est née d'un inconvénient majeur lié à la structure de 
blocs : l'impossibilité de travailler avec une réalisation courante 
hors du contexte qui la définit. 
Le cas typique illustrant cet inconvénient est celui d'un programme 
désirant effectuer un même traitement sur une réalisation d'un O.C. 
pouvant être obtenue par des voies différentes et par, conséquent par 
des boucles d'accès différentes. 
Compte tenu de la structure de bloc, on est obligé dans un tel cas 
d'écrire le traitement autant de fois qu'il ex iste de moyens d'accès 
à une réa lisation de l'O.C. 
L'introduction de variables de travai l permet de lever cette obli-
gation. 
Une variable de travail (VT) est une variable DML, vide au départ, 
qui peut contenir la référence à une réalisation d'un objet com-
plexe dans la base de données. 
Une··variable de travail est connue · dans tout le programme et sa va-
leur et son utilisation ne sont donc pas soumisësaux contraintes de 
la structure de bloc. 
Des ordres DML peuvent affecter une valeur à une VT, libérer et tester 
le contenu d'une VT et il existe un or dre d'accès~ une réalisation 
d'O.C. référencée par une VT. 
De c es ordres nous ne r e t enons que l es s uivant s 
SAVE 
Forme général e : 
@ SAVE .c:::'_ n om étiquett e > IN l_ variable de iravai l ) 
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Cet or dre a f fe cte à une variable de travai l l a r éfér ence à la réa-
lisa t i on d'O.C. à l aquelle est aff ect ée l' étiquette nommée. 
REACH (Format 2) 
Forme génér ale : 
REACH < nom d' 0 .C. ) ( variable de travail> = <étiquette) • • 
Cet ordre accède à la r éalisation de l'objet complexe nommé dont la 
référence s e trouve dans l a variable de travail citée. 
J.4.4. Les ordres de modification 
J.4.4. 1 . Ordre de création d' un obj et complexe : CREATE 
Lorsqu'un O.C. est cible d'une réalisation telle que K >o ou I) O, 
la création d'une de ses réalisations ne peut s'effectuer que si 
l'on a spécifié pour chacune des relations : K origines et I cibles, 
auxquelles cette réalisation devra être attachée dès son insertion 
dans la base de données. 
gemple : 
Supposons : la relation EMPLOYE (DEPARTEMENT PERSONNE) 
dont les paramètr es sont : I = 0 et J = .!>D 
K = 1 et L = 1 
et la relation BUREAU (PERSONNE, LOCAL) 
dont les paramètr es sont : I = 1 et J = 1 
K = 0 et L = 1 
La création d'une réal i sation d'un O.C. PERSONNE nécessitera outre 
cette r éalisation - une r éalisatbn de l'O.C. DEPART EMENT 
- une r éalisation de l'O.C. LOCAL. 
Compte tenu des principes de base du DML et du COBOL ces spécifica-
tions se feront 
- par la citation d'étiquettes pour DEPARTEMENT et LOCAL 
- par le rangement dans une zone de communica tion des valeurs des O. E. 
associ ées à l'obj et PERS ONNE à créer. -
Cette zo~e de communica tion devra donc, préalablement à l'ordre de 
~~ création ,y r~i· ervée et garnie avec les valeurs ad équa t es. 
Cette "prépara tion" de la réa lisatbn de l'O.C. à créer se f er a gr â c e 
à l'ordr e PREPARE . 
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Forme générale de l'ordre : 
@ PREPARE PERSONNE = Pl L FROM ••• j WITH ( NO, NOM, ADRESSE) s 
Cette commande permet de réserver et préparer une zone qui pourra 
cont.enir des valeurs des O .E. spécifiés dans la clauses WITH. 
La clause FROM doit spécifier une étiquette d'un ordre OPEN. 
L'ordre PREPARE définit un contexte ,clôturé par un END,dans lequel 
sont étiquette est connue. 
Ace stade, tout est pr~t en ce qui concerne la zone de communication. 
Il reste encore à spécifier les objets cibles et origines des rela- . 
tiens décrites ci-dessus. Ces spécifications se font par l'ordre 
CREATE, qui prend la forme suivante : 
@ CREATE (étiq '> ~ (des. re~ation) 
n 
(liste étiquettes>] 1 
où (étiq > est l'étiquette définie par l'ordre PREPARE • 
.(listes étiquettes> · sont les I cibles (ou K origines) de la 
relation pour laque l le l'objet à créer 
sera origine ( ou cible). 
3.4.4.2. Suppression d'une réalisation d ' un O.C. SUPPRESS 
La f orme générale de cet ordre est : 
@ SUPPRESS .(étiquette> \ EXIT ·. 
NEXT. 
Après cet ordre, la réalisation attachée à 
paru de la base de données. 
(étiquette) a dis-
Par ailleurs la suppression a pu entraîner des suppressions d ' oc-
curences de relations dont l3. réalisation est origine ou cible ainsi 
que des suppressions de réalisations qui ne vérifieraient plus les 
contraintes des caractéristiques de relations. 
Ainsi : - lorsqu'un ordre suppress a été exécuté, on se trouve dans 
un contexte auquel n'est plus associé aucune réalisation 
c'est pourquoi l'ordre suppress s'accompagne obligatoire-
ment d'une clause NEXTou EXIT qui provoque soit l'itéra-
tion prématurée soit la sortie du contexte pour le bloc 
correspondant à la réalisation supprimée. 
- l'exécution d'un ordre de suppression peut concerner d'au-
tres réalisations qui peuvent être également supprimées, 
c'est pourquoi, la règle suivante est imposée : 
lorsqu'on supprime une réal isation d'un objet A, le con-
texte auquel elle est associée ne peut se trouver dans au-
cun contexte auquel est associée une réalisation suceptibl~ 
d'être supprimée avec la suppression de A. 
J.4.4.J. Modi f ica t ions r e l a tives aux objets élémentaires 
Forme générale 




Cet ordre modifie l es valeurs d'O.E. attachées à·une réalisation 
d'O.C. référencée par (etiquette) et conformement aux valeurs asso-
ciées à cette étiquette dans la zone de communica tion. 
( étiquette ) est relative à une étiquette active à cet endroit, si 
cette clause est omise l'ordre se réfère au bloc de base. 
J.4.4.4. Création d'occurences de relation : ATTACH . 
L'ordre ATTACH permet de créer une occurence de relation déterminée. 
Une relation doit alors posséder les carctéristiques suivantes : 
I ( J et K ( L. Si on désire créer plusieurs occurences de relation 
concernant une même origine , on regroupe ces créations par un ordre 
ATTACH multiple . 
Forme générale : 
@ ATTACH L ( ét iquette) n J ~. TO ( étiql) VIA <nom relation). J 
1 
où <étiquette)prend le même sens que précédement. 
J.4.4.5. Suppression d'occurences de relation :DETACH. 
De .même que AT~CH cet ordre ne concerne que des occurences de re-
lations telles que I < J et K ( L. 
Les clauses de l'ordre DETACH spécifient les occurences de relation 
à supprimer. 
Forme générale 
~ DETACH ((étiquette>) 
n l FROM (étiql> (nom de relation>} 1 
J.4.4 .6 Modifica tion d ' occurences de relation: TRANSFER 
Cet ordre permet des modifications d'occurences de relation qui ne 
peuvent être r éalisées par ATTACH et DETACH, c-a-d celles telles que 
I:: J et K-=- L. 
Forme généra le : n 
@ TRANSFER \_< étiquette~ (.FROM ~etiql> TO (étiq2> VIA'- nom de rel ~l 
où < étiql) désigne l' ancienne origine ou cible de zétiquette) et 
.(étiq2 ) la nouvelle dans la relation nommée. 
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J.4.5. Traitement des erreurs 
Un ordre DML peut se terminer dans trois conditions différentes qui 
s'expriment par la valeur d'un code de retour de nom SYS-ERROR. 
Soit : - l'exécution s'est exécutée normalement; 
l'exécution ne s'est pas déroulée normalement mais le pro-
gramme peut se dérouler. 
- une erreur grave s'est produite, le . programme doit arrêter 
de travailler sur la base de données. 
Les deux premiers cas peuvent être pris en charge par le programme 
par un text de la valeur de SYS-ERROR. 
Le dernier cas provoque automatiquement l'arrêt des communications 
avec le système SPHINX et son exécution se poursuit à un paragraphe 
rle nom SYS-DUMP qui doit être rédigé par le programmeur. 
Exemples : - la base de données n'existe plus ou est bloquée. 
- saturation de la mémoire pour le système SPHINX. 
le programme ne respecte pas la structure de blocs 
(GO TO et PERFORM illicites) • 
. . . . 
J.5. La ~rotection entre programmes concurrents 
La gestion de la concurrence des programmes est assurée de façon en-
tièrement automatique par le système SPHINX. 
Tout programme DML est rédigé comme s'il devait travailler seul sur 
les bases de données et le : programmeur ne doit pas déclarer d'usage 
exclusif des données qu'il veut modifier, ni se préoccuper de la ré-
solution des situations d'interblocage. 
Cependant la gestion des blocages s'appuie sur une analyse de la · 
structure des programmes. 
Un programme d'application contenant des ordres DML communique au dé-
but d'une section de programme deux listes au système SPHINX : 
- une liste d'O.C. aux réalisations desquels le programme va accéder 
(liste d'accès). 
- une liste d'O.C. dont des réalisations peuvent être modifiées 
(liste de modification). 
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Ala réception de ces listes, ce système suspend l'exécution des pro-
grammes jusq~•au moment où d'une part il n'y a plus d'éléments com-
muns entre sa liste d'accès et les listes de modification de tous 
les autres programmes et d'autre part il n'y a plus d'éléments com-
muns entre sa liste de mod ification et les listes d'accès de tous 
les autres programmes. 
Dans le DML, les sections de programme correspondent aux blocs 
REACH-END et PREPARE-END qui ne sont emboîtés que dans des blocs 
OPEN-CLOSE. 
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Chapitre 4 : Les langages DDL' et DML' 
- - - - - - - - - - - - - - - - - - -
------------------
Ce chapitre décrit brièvement le DDL' ainsi que les différentes éta-
pes d'analyse qui ont abouties à la définition du DML'. 
L'idée de base de ce travail est de créer un DDL et DML offrant les 
avantages des langages SPHINX pour .un SGBD répondant aux normes 
CODASYL . Le travail d'analyse consiste donc à relever dans chacun 
des systèmes les éléments intéressants (SPHINX) ou indispensables 
(CODASYL) et de les introduire dans le DML'. 
Le texte qui suit présente dans ses lignes générales, le DDL' et 
d'une manière précise le DML' en justifiant les options prises. 

























Dans un système CODASYL classique, les shémas et sous-shémas sont dé-
finis par les administrateurs de la base de données et leurs descrip-
tions s ont stockées dans le fichi er des shémas. 
Lorsqu'un utilisa teur désire travailler avec une base de données, il 
dispose d'une description des sous-shémas qui la composent et celle-ci 
constitue la base des programmes DML qu'il écrira. 
Le QDL' a été conçu en vue d'offrir à un utilisateur une description 
simplifiée d'un shéma ou sous-shéma CODASYL. Ces simplifications ont 
pour but de ne faire apparaître que l'aspect logique de la description 
de la base de données. 
Sur base du sous-shéma ainsi décrit, l'utilisateur écrira des pro-
grammes DML' de manipulation des données. 
Le compilateur DDL' joue un double rôle : 
- il décrit les sous-shémas ·et shémas d'un système CODASYL sous une 
forme simplifiée (en langage DDL') destinée à un programmeur ·I!llVIL'. 
~ 
- sur base du fichier des shémas il contruit des tables destinées au 
compiliteur DML' afin de lui faciliter la tâche de contrôle de va-
lidité des ordres DML' écrits par un programme utilisateur. 
Le compilateur DML' a pour tâche de contrôler la validité des ordres 
DML' et de générer ensuite l'équivalent CODASYL/COBOL de ces ordres. 
1. - Le contrôle de validité d'un ordre DML' est destiné à vérifier 
sa syntaxe et l'existence descibjets manipulés. 
2. - Le résultat d'une compilation DML' constitue un programme accep-
table par un DBMS CODASYL. 
4.2. Le DDL' 
La définition de ce langage fait l'objet d'un travail réalisé par 
M. NGYEN LAN. 
Nous en énonçons brièvement les principaux éléments. 
4.2.1. Le modèle d'accès décrit par le DDL' 
Ce modèle est de même type que celui décrit par le DDL CODASYL 
le réseau. 
Il décrit des types de record et de set. 
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Un type de record répond aux mêmes caractéristiques que l'équivalent 
CODASYL; nous parlerons également de record, data -items, data - aggre-
gates , valeurs de da t a-item et da t a-aggregate. 
Un tfpe de set représente une relation entre types de record et s'ex-
prime en termes de OWNER et MEMBER. 
Aun type de set correspond toujours un type de record OWNER et un 
type de record member. Un set est composé d'un record OWNER et de 
zéro, un ou plusieurs records members. Lorsqu~ plusieurs types de sets 
portent le même nom, ils doivents avoir le même type de record OWNER 
et se distinguent alors par des members différents. 
Outre les caractéristiques associées à la notion de set CODASYL, un 
type de set DDL' présente la particulàrité suivante 
- un record ne peut être OWNER que d'un seul set parmi ceux dont les 
types possèdent le même noms et pour lesquels son type de record est 
déclaré OWNER. 
4.2.2. Clauses du DDL' 
Clause shéma ou sous-shéma 
Elle identifie par un nom unique un · shéma ou sous-shéma du système 
CODASYL. 
Clause AREA 
Elle identifie par un nom unique une area du sous-shéma. 
Clause RECORD 
La description des data-items se fait comme pour les descriptions 
équivalentes CODASYL. 
- Par rapport au DDL CODASYL, n'apparaissent plus les clauses WITHIN, 
AREA-ID, LOCATION MODE. 
- De nouveaux concepts apparaissent et par conséquent de nouvelles 
·clauses. 
- ID-AREA VALUE nom-1, nom-2, ••• 
Cette clause définit un data-item fictif (n'existant pas 
dans la base des données) destiné à contenir le nom d'area 
relatif à un record. 
Avec la clause value, il indique quelles sont les valeurs 
possibles pour ce data-item. 
Ce concept regroupe les notions relatives à la clause 
WITHIN CADASYL. 
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-TùENTIFIER is data-itl, data-it2, . . . . 
Cette clause déclare que certains data-items sont identifiants 1 
pour un type de record. 
Elle regroupe les clauses DDL suivantes : 
- LOCATION MODE CALC USING data-itl, data-it2, ••• 
DUPLICATES NOT ALLOWED. 
- DUPLICATES NOT ALLOWED FOR data-itl, -data-it2, ••• pour un 
record member mandatory d'un set dont l'owner est SYSTEM. 
- ACCESS KEY is data-itl, data-it2, ••• 
Cette clause indique que les valeurs de ces data-items per-
' mettent un accès direct pour le~ records du type concerné. 
Elle correspond à la notion ae CALC KEY CODASYL. 
- RETRIEVAL ONLY. 
Cette clause indique que ce record ne peut faire l'objet de 
modifications. Elle apparaît lorsque certains data-items de 
contrôle( déclarés comme tels dans le DDL CODASYL) nécessaires 
à l'exécutions d'ordres de modification ne sont pas déclarés 
dans le sous-shéma du programme. 
Clause SET. 
La clause OWNER est identique à celle du DDL CODASYL; la clause MEMBER 
permet de nommer le type de record member et de le caractériser par 
des clauses MANDATORY/OPTIONAL et AUTOMATIC/MANUAL comme pour le DDL. 
De nouveaux concepts sont introduits par les clauses : 
· IDENTIFIER is data-itl, data-it2, ••• 
Cette clause indique que les valeurs des data-items cités sont iden-
tifiantes pour les records members d'un set. 
Elle regroupe les clauses CODAS~L: 
- DUPLICATES NOT ALLOWED FOR data-itl, data-it2, ••• 
- ASCENDING/DESCENDING KEY data-itl, data-it2, •• ~ DUPLICATES NOT. 
- SEARCH KEY data-itl, data-it2, •~• DUPLICATES NOT. 
ACCESS KEY data-itl, data-it2, ••• 
Cette clause indique que les valeurs des data-items cités permettent 
l'accès direct à un record member d'un set du type concerné. 
Elle correspond à la notion de SEARCH KEY du DDL CODASYL. 
On voit donc que les notions de LOCATION MODE DIRECT et VIA et de 




4.2.J. Conc~usions pour le DML'. 
Les .objets manipulés par les ordres du DML' seront i 
- des areas, 
- des types de record et de set, 
- des data-items, 
possédant les caractéristiques décrites par _le DDL'. 
Le rôle du compilateur DML' sera entre autre de prendre en charge 
des éléments décrit parle DDL CODASYL et n'apparaissant plus dans 
le DDL' lorsqu'ils interviennent dans l'écriture d'un ordre DML 
généré par le compilateur. 
4 .J. le DML' 
Le DML' est un langage de type "structure de boucle" et permet à un 
utilisateur d'écrire des programmes d'application afin d'obtenir, 
de modifier, de supprimer ·ou de créer des données de type CODASYL. 
Les notions de base du DML' répondant aux mêmes définitions et rè-
gles que celles du DML-SPHINX. 
Nous utiliserons donc les concepts de structure de bloc, boucle 
d'accès, bloc ou boucle de base, réalisation courante et étiquette 
de boucle. 
4.J.l. Démarche d'analyse 
Les étapes d'analyse qui ont permis la définition du DML sont les 
suivantes 
- dans un premier temps nous avons comparé les concepts généraux 
propres aux deux systèmes SPHINX et CODASYL en ne retenant que 
ceux intervenant au niveau DML. Pour chacune des notions retenues 
nous avons pris un option en vue de la définition du DML'. 
- La deuxième étape d'analyse constitue J.a définition des ordres du 
DML' -çompt ç) t.enu-. -des >.Options · prises, d.gs 00j.e_c-ti-fs .du .DML' et - des 
moyens dont dispose l e compilateur pour les réaliser. 
- 45 -
4.J.2. Première étape 
Il apparaît après description des systèmes CODASYL et SPHINX que cer-
tains concepts diffèrent ou n'existent pas pour l'un ou l'autre sys-
tème. 
Nous n'analyserons que les notions ayant des répercutions2ur l'écri-
ture d'un ordre DML, et pourchacun d'eux la démarche est la suivante : 
- les é~éments inhérents aux principes de base du DML-SPHINX (stuc-
, 
ture de blocs ) seront introduits dans le DML et pris en oharge par 
le compilateur si c'est nécessaire afin de les rendre sous une for-
me acceptable pour un système CODASYL. 
- les élément du système CODASYL seront soit introduits dans le DML' 
soit pris en charge parle compilateur et par conséquent transparents 
à l'utilisateur DML'. 
Les éléments analysés sont : 
- la notion de zone de communication, 
- la notion de concurrence entre programme, 
les codes d'erreur à l'exécution d'un ordre DML, 
- les notions CODASYL du current et d'area, 
- la notion de variable de travail SPHINX. 




- les registres d'état current, 
- les registres d'état d'erreur, 
- la zone UWA: cette zone est fixe et allouée par 
le DBMS conformément au sous-shéma du programme r 
à chaque type de record correspond une place en UWA 
dont la structure correspond à la description équi-
valente dans le sous-shéma. 
- les variables dans lesquelles le système indique 
la manière dont . l'exécution d'un ordre DML s'est 
déroulé, 
- des paramètres d'exécution des ordres DML à desti-
nation du système et auxquelles le programme ne 
peut avoir accès. 
- une zone de données destinée à contenir les valeurs 
d'O.E. demandées dans les ordres DML d'accès. 
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Cett_e zone permet une gestion "dynamique" de la mé-
moire : chaque ordre définissant une étiquette pro-
voque dans cette zone une réservation de place qui 
porte le nom de cette étiquette et est destinée à con-
tenir les O.E. dont on demande les valeurs. 
La différence essentielle entre ces deux notions · de zone de commu-
nication réside dans le fait que SPHINX admet plusieurs réalisatbns 
d'un même O.C. simultanément dans cette zone, alors que la zone UWA 
n'est prévue que pour un ·seul •. record d'un type donné. 
Le DML' gardera l'avantage offert par SPHINX et un programme DML' 
aura la structure suivante : 
DATA DIVISION : 
w .s .s. : 
- w.s.s. du programme 
- ZONE DE 
COMMUNICATION (ZC) 
PROCEDURE DIVISION 
ordres DML' / COBOL 
La zone ZC comprendra : 
- des variables indiquant la manière dont s'est déroulé un ordre 
DML' (cfr. codes d'erreur) 
- une zone de données destinée à contenir les valeurs des data-
) 
items concernés par un ordre DML. Elle sera établie selon le 
même principe que la zone de données SPHINX : à chaque étiquette 
vivante d'un programme correspond une zone de ZC. 
- 47 -
Après compilation, le m~me programme DML' aura la structure sui-
vante : 
DATA DIVISION : 
Zone de communication CODASYL 
w.s.s. 
- w.s.s. du programme 
- z .c. 
PROC EDURE DIVISION : 
ordres CODASYL/COBOL 
na.zone de communication CODASYL étant inconnue du programmeur DML' 
le compilateur est chargé de générer des ordres lui permettant de 
communiquer avec le SGBD CODASYL, · c-à-d : 
des ordres de transfert de valeurs de ZC vers la zone de com-
munication CODASYL (préalablement à la génération de certains 
ordres CODASJL ou de 1~ zone de communication CODASYL vers ZC 
suite à la génération de certains ordres CODASYL.) 
4.J.2.2. Concurrence entre programmes 
Dans le système SPHINX, le SGBD se charge des problèmes liés à cett e 
notion: les demandes "d'accès" simultanées à une même donnée sont 
gérées de manière à assurer l'usage exclusif des données utilisées 
si c'est nécessaire (lors de modifications de données) et à éviter 
l'interblocage . Un programmeur SPHINX ne doit pas se préoccuper 
d'assurer la validité des données qu'il manipule. 
Le système CODASYL est plus pauvre à ce sujet : un utilisateur est 
chargé de s'imposer des règles d'utilisation de données et ceci 
1 uniquement au niveau global d'une area. Ces règles sont établies 
au moyen de l'ordre OPEN . 
Le langage DML' se voit donc contraint d'opter la solution prise 
par CODASYL à ce sujet (cfr. cttap. 2). 
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4.J.2.J. Codes d'erreur 
Les cod es d'erreur à l'exécution d'un ordre DML' seront fonctions 
des registres d'état d'erreur CODASYL. Nous avons choisi d'intro-
duire deux registres propres au langage DML' : S.ERROR et S.COUNT • 
. S~ERROR rendra compte du dernier type d'erreur détecté dans un or-
dre DML' et S-COUNT indiquera le nomb:zre total 'd'erreur détecté pour 
cet ordre. 
Les codes associés à S-ERROR sont : 
Q2~~-~:~Y~E!i~~~~~~~ : dans ce cas, un événement a été détecté à 
l'exécution d'un ordre DML' mais le programme peut continuer en sé-
quence. 
Ces événements sont d'une part ceux détectés par le DBMS CODASYL 
et provoquant un positionnement de ERROR-STATUS = warning et 
d'autre part ceux détectés par une valeur de ERROR-STATUS = error 
mais pour des ordres DML' multiples (ex. modify, Detach, Attach ••• ). 
Q2~~-~:~EE~~E: dans ce cas, un événement a été détecté à l'exécu-
tion d'un ordre DML' et celui-ci n'a pu être exécuté ; le programme 
poursuit son exécution au premier ordre suivant l'ordre de clôture 
du contexte dans lequel une erreur a été détectée. 
Q29~_9:~EE~~r_gE~Y~ : les événements détectés sont tels que tout 
travail avec la base de données devient impossible au programme. 
L'exécution se poursui t alors hors du contexte défini par le pre-
mier ordre OPEN du programme (;. sortir du contexte dans lequel 
le programme travaille avec la base de données). 
La création de S.ERROR évite au programme DML' de manipuler des 
registres CODASYL et d'être confronté à certaines valeurs insi-
gnifiantes pour .· lui, ce sont par exemple les valeurs de ERROR-STATm 
relatives à une SOS ou à un location mode CALC ou VIA. 
4.J.2.4. Les currents 
Un registre current permet à certains ordres CODASYL de référencer 
directement un record pourvu qu'il contienne sa DBK. 
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Exemple 
l'ordre FIND OWNER RECORD OF ( nom type de set) SET, constitue une 
demande d'accès au record OWNER d'un set identifié par Je current 
du type de set spécifié. 
Le programme devra alors fournir . pour ce current la DBK d'un record 
member du set concerné. 
Cette DBK doit donc résulter d'un ordre DML précédent. 
Le programme peut en disposer de deux manières : 
elle se trouve encore dans le current concerné, suite à cet 
ordre préalable; 
elle ne s'y trouve· pas ou plus mais elle a été sauvée dans 
une zone du programme : Zl. 
Dans le premier cas, l'or~re FIND peut ~tre exécuté sans mise à jour 
préalable du current. 
Dans le deuxième cas, cette mise à jour s'effectuera par un ordre 
DML : FIND <. nom type record) USING Zl, où .znom type de record> 
est le nom du type de record member concerné. 
Ce dernier ordre FIND a pour effet . de vérifier s'il existe un re-
cord répondant au critère de sélection et dans ce cas d'effectuer 
un accès à la base de données et de placer la DBK contenue dans Zl 
dans : - le current de < nom type de record) 
- tous les currents de type de set pour lesquels le record 
référencé par Zl est OWNER ou MEMBER, 
- le current de l'area de ce record, 
- le current du run-unit. 
Le programme peut désirer ne pas modifier la valeur d'un de ces 
currents (ex. : le current de l'area) car elle contient une DBK 
qu'il désire garder dans ce current pour l'exécution d'un ordre 
DML suivant, il écrira alors : 
FIND (nom type record) USING Zl SUPPRESS AREA CURRENCY UPDATES. 
-On voit par cet exemple, que la notion de current est it'ès impor-
tante dans un programme CODASYL car elle constitue la base de nom-
breux ordres DML et permet l'identification d'un record par un 
minimum d'informations. 
1 Pour le langage DML', cette notion est très contraignante car elle 
implique qu'on ne peut travailler simultanément avec plusieurs sets 
ou records d'un même type et impose donc une gestion très lourde 
des valeurs de ces currents. 
I 
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Cette gestion peut être organisée de deux façons : 
- une première méthode consiste à mémoriser la liste des cur-
rents dont la valeur est susceptible d'être encore utilisée 
dans la suite du programme, c-à-d : les currents contenant la 
DBK des records auxquels sont affectées les étiquettes encore 
vivant es dans un endroit du texte de programme. Lors de la 
génération d'un ordre DML entrainant une modificati on de l'un 
de ces currents, le compilateur accompagne l'ordre généré de 
la clause SUPPRESS appropriée. 
Ceci n'est pas suffisant dans tous les cas car il peut se 
présenter qu'un current serve~ référencer simultanement 
deux records. C'est le cas de boucles imbriquées utilisant 
un même type de set. - Dans ces conditions il faut sauver une 
DBK et procéder comme dans l'exemple pour la faire intervenir 
par la suite dans un ordre DML. 
La clause SUPPRESS peut se présenter de deux manières 
- elle cite les currents nécessaires au programme, 
- elle cite tous les currents possibles sauf celui 
de 1°ordre DML concerné. 
Exemple : 
A un endroit du texte du programme, il faut garder les cur-
rents des types de set Sl,S2,SJ et un ordre DML constitue une 
demande d'accès à un record OWNER d'un set de type S4; l'or-
dre peut se présenter sous deux formes 
FIND OWNER RECORD OF S4 SET 
SUPPRESS s1·, S2, Sl3 SET 
ou 
FIND OWNER RECORD OF S4 SET 
SUPPRESS ( nom de tous les types de set sauf S4) 
CURRENCY UPDATES. 
Ces deux ordres permettent de conserver les valeurs des cur-
rents de Sl, S2, SJ et d'obtenir dans le current de S4, la 
DBK de record OWNER obtenu. 
Remarquons qu'une clause SUPPRESS du deuxième type ne permet 
pas d'ignorer les currents à conserver dans le programme : 
un contrôle devra toujours être effectuer afin de vérifier si 
un current ne sert pas à référencer deux records du programme. 
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- Une deuxième méthode consiste à se détacher du contexte d'un 
programme DML 'et d'ignorer les èffets de la mise à jour des 
currents suite à un ordre DML et par conséquent de ne pas se 
servir de la claus e SUPPRESS. 
Le compilateur génèrera alors : 
+suite à un ordre DML d'accès à un record, un ordre de sauve-
tage de la DBK de celui-ci dans une zone ~ui sera directement 
attachée à l'étiquette correspondante -et connue sous la dé-
nominat ion: D-B-K OF <étiq). 
+préalablement à un ordre DML, un ordre de mise à jour des cur-
rents nécessaires1 
Exemple 




Rl = ETIQl FROM ETIQ2 VIA 
est le nom du type de record OWNER 
set 
Sl 
pour le:cype éfëVS'l et ETIQ2 fait référence 
à un record (existant déjà pourle programme ) 
member d'un set de ce type. 
sera généré comme suit : 
FIND (nom type de record relatif à ETIQ2) 
USING D-B-K OF ETIQ2 • 
FIND OWNER RECORD OF Sl SET ~ 
MOYE CURRENCY STATUS FOR RUN-UNIT 
TO D-B-K OF ETIQl. 
Cette deuxième méthode a été choisie pour le compilateur DML' 
car elle est plus simple et permet en outre ; un contr8le à 
l'exécution: un ordre FIND USING ne s'exécutera qui si le 
record concerné existe effectivement dans la base de données; 
le programme est ainsi assuré de n'exécuter des ordres que 
sur des donnée encore effectives. 
On pourrait lui reprocher de générer de nombreux ordres d'ac-
cès inutiles, mais un ordre FIND USING ne constituera un accès 
véritable à la base de données que dans la mesure où le record 
référencé n'apparaît plus dans les buffers du système. 
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4.J.2.5. L'AREA 
Dans un programme CODASYL cette notion permet à un utilisateur d'ac-
céder à la base de données grâce aux ordres OPEN et CLOSE. Elle per-
met également de rentabiliser ces accès en n'ouvrant que les areas 
qui le concernent. 
De plus elle constitue le seul élément de la base· de données pour 
lequel il possible d'imposer des régles relatives à la concurrence 
entre programmes. 
A niveau du DML', deux solutions sont envisageables pour la gestion 
des areas : 
solution 1 
solution 2 
elle a pour principe de l~isser au compilateur le soin 
de détecter que_ls ordres DML' exigeant un ordre OPEN 
préalable; ceci implique qu'avant chacun de ces ordres 
il examine les clauses WITHIN concernées et vérifie si 
les areas concernées ont déjà fait . l'objet d'un ordre 
OPEN. Un ordre CLOSE global serait alors généré en fin 
de programme. 
elle consiste à laisser au programmeur DML' le soin de 
gérer les areas du programme et donc de mettre à sa dis-
position des ordres d'ouverture et de fermeture d'areas 
équivalents aµx ordres OPEN et CLOSE CODASYL. 
Avantages et Inconvénients 
La- première solution offre l'avantage à l'utilisateur de le décharger 
de la gestion des areas mais ses inconvénients sont multiples : 
- elle alourdit le travail du compilateur qui sera contraint d'effec-
tuer un test avant chaque ordre DML' et de mémoriser l'état des 
areas du sous-shéma. 
- Je compilateur ne travaille qu'au niveau de la clause WITHIN et 
pour un type de record concerné par un programme DML', il générera 
un ordre OPEN pour toutes les areas de cette clause; ceci retire au 
programmeur DML' l'avantage de ne travailler qu'avec les areas qui 
le concerne. 
-
1 la notion d'area constitue pour l'utilisateur le seul moyen d'im-
poser des régles d'usage des données afin de régler les problèmes 
de concurrence vis à vis d'autres utilisateurs. Lorsque le compi-
lateur générera un ordre OPEN il sera contraint de prendre à ce 
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sujet des options qui ne correspondront pas nécessairement aux in-
tentions de l'utilisateur DML'. 
- Cette solution n'évite pas au progammeur DML' d'ignorer la notion 
d'area: lors de la création d'un record il est seul à pouvoir dé-
terminer l'area dans laquelle doit se placer ce record. 
La deuxième solution apparaît plus intéressante mais elle pose toute-
fois un problème lors de génération d'ordres impliquant une SOS : 
cette notion étant inconnue du programmeur DML', le compilateur sera 
chargé de générer des ordres de reconstitution du chemin d'accès dé-
crit par une SOS. 
Exemple : 
Lors de la création d'un record Rl, il. faut le rattacher à un record 
R2 OWNER d'un set pour lequel Rl est mandatory automatic member. 




~ î Set2, identifiant de set data-itl, data-it2 
~ î Set), identifiant de set : data-itJ, data-it4 
~ LOCATION MODE rs CALC USING data-it5 
La SOS implique que pour identifier le setl, il faut : 
- identifier R2 en tantque member de set2 par ses valeurs pour 
data-itl et data-it2. 
- 1 identifier l'OWNER RJde set2 en tant" que member de setJ par ses va-
leur pour data-itJ et data-it4. 
- identifier l'OWNER R4 de setJ ; par sa valeur de CALC KEY data-it5. 
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Un programmeur DML' ne fournit que les records Rl et R2; le compila-
teur doit donc, pour reconstituer cette SOS , générer les ordres sui-
vants : 
- FIND (type de record de R2) RECORD USING D-B-K OF 
placer les valeurs 
- FIND OWNER RECORD OF 
placer les valeurs 
- FIND OWNER RECORD OF 
( étiquette relative à R2) 
de data-itl et data-it2 en UWA 
< type de set de _SET2) SET 
de data- itJ et data-it4 en UWA 
( type de set de SETJ) SET 
placer la valeur de data- it5 en UWA 
si il exis te une c·lause AREA-ID pour ce type de record 
placer la valeur de AREA-NAME dans la zone définie par cette 
.clause • . 
Chacun des ordres FIND OWNER impliquent que l'area du record OWNER 
ait préalablement fait l'objet d'un ordre OPEN et seul le compila-
teur peut déterminer quelles ~ont ces areas. 
Choix d'une solution 
Le choix d'une des deux solutions peut faire l'objet d'une étude ap-
profondie qui attribuerait un facteur de pondération à chaque avan-
tages et inconvénients ci tés. 
Cette pondération tiendrait compte des désirs des utilisateur8;de la 
probabilité de retrouver des clauses WITHIN avec plusieurs nom d'areas. 
Une telle étude sort du cadre de ce mémoire et la solution choisie ne 
tient compte que de considérations très générales : 
- l'utilisateur est plus à même de déterminer quelles sont les 
areas concernées par un programme DML' ainsi que de placer 
aux endroits requis des ordres d'ouverturB et de fermeture. 
- le programmeur DML' ne doit pas être désavantagé par rapport 
à tout autre utilisateur CODASYL . 
La deuxième solution a donc été adoptée et le langage DML ' comportera 
I 
des ordres OPEN et CLOS E équivalents aux ordres CODASYL. 
Lorsqu'un ordre DML' implique une SOS, ~e compilateur produira· un 
message destiné à l'utilisateur lui indiquant quelles sont les areas 
éventuelles à ouvrir. 
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4.J. 2 .6. Les variables de travail 
Un progr ammeur SPHINX dis pose de 99 variables de travail définies 
par le sy~t ème . Elles s ont destinées à contenir l a référence à une 
réalisation d'O.C. ains i que le type qui lui correspond. 
Les ordres DML de manipulation de ses variables sont : 
- SAVE affectation d'une valeur à une te.lle variable. 
- TEST test si la variable est initialisée ou non. 
- MOYE : transfert de la valeur d'une variable de travail dans 
une autre. 
- CLEAR : vider une variable de son contenu. 
Dans le système CODASYL une telle notion se rapproche du concept de 
DBK. 
Pour le DML' une variabl e d.e travail devra donc contenir une DBK. 
Le langage COBOL étendu au DML CODASYL permet de définir une variable 
de type DBK, c'est pourquoi le programmeur DML' définira ses propres 
variables de travail. Ceci lui offre la possibilité de les définir 
e~ nombre et sous la forme voulue, il pourra par exemple créer des 
tableaux de variables de travail, insérer une variable de travail danE 
un groupe, •••. 
Les ordres DML SPHINX ®--manipulation de ces variables deviendront 
inutiles car le langage COBOL permet la manipulation de telles va-
riables sans les distinguer des autres. 
On gardera toutefois l'ordre d'affectation (SAVE) de valeur à une 
variable de travail car un programme identifie un record par le nom 
d'étiquette correspondant et l'ordre SAVE prend la forme suivante : 
@ SAVE (étiquette) IN < variable de travail) 
Le compilateur générera pour cet ordre : 
MOYE D-B-K OF <étiquette). TO 
(variable de travail> 
Il existera également l'ordre REACH de format 2 qui permet l'accès 
à un record à partir d'une variable de travail : 
@ REACH < nom type record) <var. travail'> = < étiquette 
i 
- 56 -
4.J.J. Deuxième étape 
Cette deuxième étape consiste à analyser chaque ordre du langage. 
La définition d'un ordre DML' tient compte des options prises à la 
prmi@re étape d'analys e et des ordres CODASYL/COBOL qui seront gé-
nérés. 
La présentation d'un ordre comportera trois parties 
1.)- Ordre DML' : ce paragraphe définit l'ordre dans sa syn-
taxe et sémantique et décrit les valeurs de S-ERROR qui 
lui sont ass ociées. 
2.)- Ordre CODASYL : ce paragraphe présente l'ordre CODASYL 
équivalent (s'il en existe-un) qui sera la base du texte 
généré. Dans la mesure où elles présentent des différences 
avec l'ordre DML' ou permettent de définir le travail du 
compilateur, nous présentons les régles et les valeurs de 
ERROR-STATUS associées à cet ordre. 
J.)- Justification de l'ordre DML' : ce paragraphe justifie 
certaines options prises pou.IA.définition et/ou la généra-r~a, · 
tion de l'ordre DML'. 
Le texte qui suit présente chacun des ordres après avoir défini quel-
ques conventions d'écriture. 
4.J.J.l. Régles d'interférence DML'/COBOL 
Les principe du DML' proposent au programmeur le respect de certaines 
régles de construction des programmes : 
- il est déconseillé d'entrer dans un contexte défini par des 
ordres d'accès (REACH-OPEN-PREPARE ) par un ordre autre que 
ceux-ci. 
Aucun contr8le n'est effectué à la compilation et à l'exécu-
tion. Un utilisateur ne respectant pas cette règle prend le 
risque de trava iller avec des valeurs insignifiantes, 
- il est également déconseillé de ne sortir d 9 un contexte que 
par les ordres END et CLOSE; un programme ne respectant pas 
cette règle n'exécute pas les · o~érations associées à ces 
ordres. 
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4.J.J.2. Conventions utilisées pour définir la syntaxe 
Les Symboles 
@ . c:<> ,; • 1 ( ) 
Mots 
Verbes : OPEN, CLOSE, REACH, NEXT, EXIT, END, PREPARE, CREATE, 
MODIFY, ATTACH, DETACH, TRANSFER, SAVE. 
Opérateur logique : AND 
Opérateur de négation: NOT 
Mots fonctionnels : FROM, GET, TO, VIA, IF, NEXT, EXIT, ALL, ONLY, 
SELECTIVE, USAGE MODE, RETRIEVAL, UPDATE, EXCLU-
SIVE. 
Identificateurs 
- nom de zones COBOL 
- noms d'éléments du modèle (types de records et de sets, 
- noms d'étiquettes DML' 
data-items et areas, 
shémas et sous-shémas). 
obéissent à la règle de formation des 
identificateurs coioL, mai~ on une 
longueur de 8 caractères au plus. 
Une étiquette est unique dans un pro-
gramme. 
- noms de variables de travail: obéissent à la règle de forma-
tion des identificateurs COBOL. 
Constantes numériques et alphanumériques : mêmes formats que ceux 
accepté par le compilateur COBOL, chaines de caractères limités à 
56 positions. 
Règle de séparation des mots 
Le compilateur DML' est capable de distinguer parmi deux éléments 
consécutifs d'une même ligne : 
- un symbole d'un mot, même s'ils sont contigus; 
- deux symboles même s'ils sont contigus; 
- deux mots, s'ils sont séparés par au moins un espace. 
Les Métasymboles 
L'expression de la syntaxe DML' fait appel à plusieurs métasymbo-
les dont le rôle est de désigner soit des classes d'identificateurs, 
soit des clauses qui devront être développées par la suite; ils 
apparaîtront entre <et> • 
Classes d' identificateurs 
Noms d'é l éments du modè l e 
Noms d'étiquettes : < étiq) 
Noms de variables de travail 
Clauses à dév e lopper 
<nom shéma > 
'(nom sous-shéma > 
((nom type de record)> 
<nom type de set) 
<data-item) 
( étiql) , < étiq2 > 
<var. trav. > . 
(_des. valeur) mis pour : soit une constante 
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soit le nom d'une zone COBOL. 
(liste des .valeur-> : liste d' uné ou plusieurs (dés. valeur) • 
(condition) mis pour une condition intervenant dans un ordre 
REACH. 
Les expres s ions syntax i que s 
Tout ordre DML' se décompose en un certain nombre de clauses. Une 
clause peut elle même se décomposer en d'autres clauses plus sim-
ples. 
Une clause est une suite significative de symboles permettant de 
définir un verbe, un identificateur, un mot fonctionnel, un méta-
symbole . . . . 
Le texte d'une expression syntaxique se lit de la gauche vers la 
::~!:e[a~:ej-t (Jr:1inîs :lrulles ~:~:e::sê:::n:;~::~~!:: ~::tl::o;~: 
Aucune de ces trois clauses (a, b, c) ne sont obliga-
toires et l'ordre DML' peut comporter au plus une des 
z.- ln trois clauses. Une et une seule de ces trois clauses doit être présen-
te dans l'ordre. 
3 
.- Il~ Il L'ordre DML' doit comporter au moins une de ces clauses 
et au plus une occurence de chacune d'elles. 
Un mot souligné dans un ordre signifie que le mot est réservé au 
langage et est obligatoire dans la clause dans laquelle il apparaît. 
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4. J.J.J . Les ordres du DML'. 
Chacun· de ordres est décrit selon les trois aspects décrits pré-
cédemment. 
Les valeurs de S-ERROR,indiquant un code d'erreur grave, sont dé-




Cet ordre constitue l'ordre d'accès à la base de données. 
Dans un système CODASYL cet accès s'effectue par deux ordres 
- lordre INVOKE, destiné à la compilation, -référence un sous-
shéma et a pour effet de réserver de ia place mémoire pour 
les donnée s ainsi décrites. 
- les areas de ce sous-shéma sont accessibles par un ordre OPEN. 
Dans une première étape d'analyse nous avons décidé de laisser au 
programme DML' le soin de gérer les a~eas qu'il manipule; c'est pour-
quoi il doit exister des ordres DML' OPEN et CLOSE d'areas. 
Compte tenu de la structure de bloc, il est nécessaire de déterminer 
un contexte pour le programme à l'intérieur duquel il est possible 
d'accéder à la base de données. 
Les ordres OPEN et CLOSE DML' se présentent donc sous deux formes 
et remplissent d'une par la fonction ,, d'accès aux areas et d'autre 
part celle de référ·encer un sous-shéma et de déterminer le contexte 
qui lui est associé. 
1. Forme 1 
1.1. Ordre DML' 
Syntaxe : 
@ OPEN SUB-SHEMA znom de sous-shéma) 
SHEMA ( nom de shéma) • 
Règles syntaxiques 
= (Etiq '> OF 
1.- Le sous-shéma et shéma cités doivent être connus du DBMS. 
2.- Il ne peut exister qu'un seul ordre de ce type dans un programme. 
J.- Cet ordre décri¼ avec l'ordre OPEN correspondant, un contexte 
hors duquel aucun ordre DML' ne peut être écrit. 
Sémantique 
1.- L'ordre OPEN de forme 1 est l'ordre d'en-tête de la boucle dé-
terminant le contexte du programme travaillant avec le sous-shé-
ma cité dans cet ordre. 
2.- Il détermine les types des données manipulées par le programme. 
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1.2. Ordre CODASYL 
L'ordre· INVOKE permet à un programme de nommer le sous-shéma auquel 
il se réfère. 
Forme générale : 
INVOKE SUB-SHEMA < nom sous-shéma> OF SHEMA < nom shéma> 
2. Forme 2 
Cette forme de l'ordre OPEN permet l'ouverture des areas du sous-
shéma d'un programme. Cet ordre ne diffère pas de l'ordre OPEN CO-
DASYL dans ses r ègles syntax iques et -sémantiques , c'est pourquoi 
nous présentons uniquement l'ordre DML'. 
Syntaxe 
( 
ALL (}'oR SET <nom type de setl ') , 
@ OPEN 
AREA ( nom are al ) , ( nom area2) 
IQSAGE MODE ISlEXC LUSIVEl ~ RETRIEVALl] L PROTECTED ( UPDATE 
Règles syntax iques 
{nom type de set2~ 
... 
1.- Les types de sets spécifiés et les areas citées doivent appar-
tenir au sous-shéma du programme. 
2.- A un ordre OPEN peuvent correspondre plusieurs ordres CLOSE de 
forme 2. 
Règles sémantiques 
1.- Cet ordre provoque l'ouverture de certaines areas spécifiées par 
cet ordre et définit l'usage mode associé à celles-ci. 
2.- Si cet ordre s'accompagne de la clause : 
ALL FOR SET : - les areas concernées sont celles contenant les 
records appartenant aux types de set spécifiés ; 
AREA 
- sans la clause FOR SET, les areas concernées 
sont toutes celles du sous -shéma. 
les areas concernées sont celles explicitement citées 
dans l'ordre . 
RETRIEVAL I le programme perm·et à tout autre progr amme d'ouvrir 
ces areas avec un usage mode autre que exclusive. 
UPDATE 
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le programme permet à tout autre programme d'ouvrir ces 
areas avec un usage mode autre que exclusiv e ou protec-
ted. 
EXCLUSIVE: cette clause emp~che à tout autre programme l' accès 
PROTECTED 
à ces areas. 
cette clause permet à tout autre .programme l'accès 
à ces areas uniquement avec u~ usage mode RETRIEVAL 
(sans exclusive ou protected). 
J.- Par défaut, la clause usage mode es t RETR IEVAL . 
4.- L'ordre OPEN,ainsi que l'USAGE MODE associé, reste en effet jus-
qu'à l'ordre CLOSE relatif à ces areas . 
5.- Quelles sont les areas gui doivent être ouvertes? 
Les areas contenant les.record faisant l'obj et d'ordres REACH, 
CREATE et CLOSE ainsi que les records fai sant implic itement l'ob-
jet d'un ordre suppress ou detach suite à un ordre suppress ou 
detach écrit dans le programme. 
Les areas contenant des records constituant un chemin d'accès à 
un set pour un ordre CREATE ou TRANSFER i mpliquant une sélection 
d'un set pour un r ecord mandatory member. 
6.~ Pour l'exécution d'un ordr e ATTACH, DETACH, CREATE, SUPPRESS, 
MODIFY, TRANSFER, les areas concernées doivent ~tre ouvertes 
avec un usage mode UPDATE. 
7.- Lors de l'ouverture d'areas, il peut se faire que l'usage mode 
associé à c et ordre entre en conflit avec un usage mode associée 
aux mêmes areas ouvertes par un autre programme . 
Les cas de conflit (c) sont l es suivants : 
1. RETRIEVAt 
2. UPDATE 
J. PROTECTED UPDATE 
4. PROTECTED RETRIEVAL 
5. EXCLUSIVE RETRIEVAL 


































L'action prise en cas de conflit est propre à chaque implémenta-
tion du DBMS . 
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Valeurs de S-ERROR 




une ou plusieurs areas conc ernées dans l'ordre sont déjà ou-
vertes. 
le programme n'a pas satisfa_i t les locks nécessaires pour cet 
ordre. 
l'utilisation de la clause EXCLUSIVE ou PROTECTED peut amener 
un état d'interblocage. 
0004 l'area est inconnue. 
0005 l'area es t indisponible (OFF-line) • 
. -
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Cet ordr e es t as socié à l'ordre OPEN c'est pourquoi il sep:-ésente 
éga lement sous deux formes. 
1. Forme 1 
As s ociée à un OPEN de forme 1, il clôture un contexte constitué des 
ordres compri s entre cet ordre et l'OPEN correspondant. 




1. - < étiq) ne remplit aucune fonction particulière et n'est pas 
obligatoire. 
2. - < étiq ) doit exister pour le programme et est l'étiquette dé-
finie par l'ordre OPEN de formel du programme. 
J. - Il ne peut exister qu'un seul ordre CLOSE de cette forme dans un 
programme. 
Règles sémantiques 
1. - Ce CLOSE définit la fin du contexte ouvert par l'ordre OPEN de 
formel lui correspondant. 
2. - Après son exécution, le sous-shéma devient indisponible au pro-
gramme. 
J. - Il clôture également tous les contextes qui lui sont emboités 
et qui n'auraient pas encore été fermés à cet endroit. 
Ces contextes ont été ouverts par des ordres REACH ou PREPARE. 
Pour ces contextes, l'ordre CLOSE définit une suite de clôture 
END emplicites. 
4. - Il provoque en outre la fermeture de toutes les areas encore ou-
vertes à cet endroit. 
2. Forme 2 
-
Sous cette forme, l'ordre CLOSE commande la fermeture d'areas ouver-
tes par des ordres OPEN de forme 2. Il possède les règles syntaxi-
ques et sémantiques du même ordre ·coDASYL, c'est pourquoi nous pré-
sentons directement l'ordre DML'. 
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Syntax e 
@ CLOSE ~ ALL [!oR SET < nom type de setl) , < nom type de set2 > .. J 
l AREA (nom are al) , \ nom area2 > 
Règle syntaxique 
Toutes les areas ainsi que les types de set cités doivent être dé-
clarés dans le sous-shéma du programme. 
Règles sémantiques 
1. - Après l'ordre CLOSE, toute tentative d'accès aux areas concer-
nées devient impossible et l'effet de l'usage mode s'annule. 
2. - Si cet ordre s'accompagne de la clause : 
FOR SET ·: les areas concernées sont toutes celles contenant des 
records participants aux types de sets spécifiés. 
ALL les areas concernées sont toutes celles du sous-shé-
ma. 
AREA les areas concernées sont celles explicitement citées. 
Valeurs de S-ERROR 
Code d'erreur 
0101 : une ou plusieurs areas n'étaient pas ouvertes. 
3. Justification des ordres OPEN-CLOSE DML' 
3.1. Forme 1 
L'étiquette crée par l'ordre OPEN peut paraitre inutile étant donné 
qu'un programme ne travaille qu'avec un seul sous-shéma. 
Nous avons gardé l'étiquette de cet ordre par soucis d'uniformité 
des ordres d'accès DML' et l'étiquette pourra ainsi intervenir dans 
un ordre EXIT. 
3.2. Forme 2 
Nous avons choisi de ne pas générer une boucle d'accès à partir des 
ordres OPEN et CLOSE de forme 2 pour deux raisons : 
- Etant donné -les règles de concurrence associées à une area, il 
est nécessaire de permettre à un utilisateur de libérer le plus 
rapidement possbile les areas dont il ne se sert pluso . 
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- les areas nécessaires à un programme n'apparaissent pas toujours 
explicitement à un utilisateur, c'est le cas d'ordres DML' impli-
quant une SOS. 
Le contexte d'utilisation d'une area nereut donc être aussi clai-
rement défini que celui d'un sous-shéma ou d'un type de record. 
~ Les codes d'erreurs indiquent que l'ordre n •·est pas ex_écuté 
mais le programme peut continuer en séquence • . Ceci se justifie par 
le fait que les ordres OPEN et CLOSE de forme 2 ne constituent pas 
une boucle d'accès. 
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1. Ordre DML ' 
Syntaxe 
Forma t 1 
@ REACH < nom type de record> = < Etiql) 
Format 2 
[[FROM < Etiq2 >] VIA < nom type de set) J 
[rF (<condition').)] [GETJ. 
@ REACH <nom type de record> (var. travail) = < Etiql > 
[rF \.(condition)') j [ GE'J'.] 
Règles syntaxiques 
- (nom type de record > : est le nom d'un type de record déclaré 
dans le sous-shéma du programme. 
- ( nom type de set> 
- ( étiql ') 
- <étiq2) 
(condition) 
: est le nom d'un type de set déclaré dans 
le sous-shéma du programme. 
: est le nom de l'étiquette de boucle qui 
sera attachée au contexte défini par cet 
ordrej ce nom doit être unique dans le 
programme. 
s est le nom d'une étiquette de boucle atta-
chée à un contexte dans lequel se trouve 
cet ordre et si la clause FROM est omise 
l'ordre désigne implicitement son context e 
de base. Le contexte ainsi défini est re-
latif à un ordre REACH ou PREPARE suivi 
d~un ordre CREATE. 
r est la descr i ption d'une expres sion boolé-
enne de critères simples. 
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Les expressions booléennes sont limitées 
, aux formes suivantes 
- critère simple 
- produit logique de critères simples 
(critères unis par des AND). 
- Un critère simple est constitué de la manière suivante : 
où : 
soit (nom data-item) 




(liste dés. va leurs > 
(nom data-item) : est le nom d'un data-item déclaré dans le sous-
shéma du progra~me appartenant au · type de re-
cord désigné. 
(op2) 
1 est l~un des opérateurs de comparaison 
=, NOT = , ( , NOT ( , > , NOT > , 
: est l'un des opérateurs de comparais on 
=,NOT= • 
(dés. valeur> est la désignation d'une valeur, soit sous la 
forme constante (liftéral numérique ou alpha-
numérique COBOL), de nom de zone COBOL ou de 
nom de zone dans la zone de communication. 
(liste des va-
leurs> : est une liste de <dés. valeurs > séparées par 
des virgules. 
- (var. travail ) est le nom d'une variable de travail. 
~ La clause VIA est obligatoire s'il existe une clause FROM. 
J 
- Le type de record spécifie doit être OWNER ou MEMBER du type de Set 
désigné : - s'il est déclaré MEMBER : la clause ( étiq2) (expli-
cite ou implicite) doit référencer le record OWN ER , 
sauf si celui-ci est déclaré SYSTEM , dans ce cas la 
clause FROM doit être omise et est considérée comme 
inexistante; 
- s'il est déclaré OWNER : la clause (étiq2 > (expli-
cite ou implicite) doit référencer un record MEMBER . 




Cette forme de l'ordre REACH commande l'accèsàdes records du type 
désigné. 
Parmi ces records, seuls seront retenus ceux auxquels sont associées 
des valeurs de data-items obéissant aux clauses I F et VIA éventuelles. 
Un record ainsi sélectionné constituera une réalisation courante de 
la boucle qui sera affectée à < étiql > • 
Le corps de la boucle sera exécuté pour chaque réalisation courante, 
c-à-d : zéro, une ou plusieurs fois sèlon les cas. 
L'accès aux records sera réalisé différemment selon les clauses pré-
sentes dans l'ordre. 
On distingue deux modes d'accès 
soit : l'accès est réalisé à partir d'un set= ordre REACH avec clau-
se VIA et FROM (implicite ou explicite); 
alors : - si . (nom type de record ) est un type de record 
MEIVIBER pour le type de set (nom type de set) , 
on accèdera séquentiellement à tous les records de 
ce type qui sont members effectifs d'un set de ce 
type, celui-ci étant déterminé par la clause (étiq2> 
référençant implicitement ou explicitement le re-
cord OWNER ; ceci ne s'applique pas dans le cas ou 
l'OWNER est désigné SYSTEM car alors la clause 
zétiq2)ne peut exister : l'occurence de ce set est 
unique. 
- si znom Record) est un type de. record OWNER pour 
le type de set désigné , on accèdera au record 
OWNER d'un set de ce type, celui-ci étant déterminé 
·implicitement ou explicitement par la clause FROM 
qui référence un record MEIVIBER. 
soit : l'accès sera réalisé pour les records du type désigné. Cet 
acc ès est alors basé sur l'appartenance de ces records à une 
(ou plusieurs) area(s) = ordre REACH sans clause VIA. 
Des tentatives d'accès seront effectuées pour toutes les areas 
susceptibles de contenir ce type de record et seules seront 
examinées les areas qui auront fait l'objet d'un ordre OPEN 
préalablement dans le programme. 
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Format 2 
Cette forme de l'ordre REACH commande l'accès à un record référencé 
par (var. travail) pourvu que cette dernière ait été initialisée 
et que son contenu spécifie un record du type désigné. 
Si un tel record peut être obtenu, · il constituera la réalisation cou-
rante de la boucle et sera affecté à < étiql > et le corp de la bou-
cle sera alors exécuté une fois, sinon la boucle ne sera pas exécutée. 
Clause IF 
L'interprétation de la condition correspond à celle qui est d'usage 
en logique et en particulier dans la condition COBOL. 
Un critère faisant intervenir une < liste dés. valeur) s'interprète 
comme suit 
- ( nom data-item> = (_ liste dés. valeurs > : la valeur du 
data-item ( nom data-item) attachée à < étiql > appartient 
à la liste des valeurs désignées. 
- ( nom data-item'> not = z liste dés. valeurs') : la valeur 
du data-item znom data-item> attachée à <étiql')- n'appar-
tient pas à la liste des valeurs désignées. 
- si (nom data item> = · fID-Area : 
- il ne peut apparaître que dans un seul critère sim-
ple de la condition. 
- l'opérateur de ce critère ne peut ~tre que 
= ou not = • 
Clause GET 
Cette clause donne accès à t outes les valeurs des data items atta-
chées à la réalisation courante de boucle affectée à ( étiql ) • 
Contexte 
L'ordre REACH définit un contexte qui s'étend jusqu'au END qui lui 
correspond en aval du programme. 
COUNT 
A chaque boucle définie par un ordre REACH est associé un compteur de 
1 
réalisations référençable par le programme sous le nom de COUNT-zétiql> 
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Ce compteur rend compte du nombre de réalisations courantes de la 
dernière exécution de la boucle. 
Il est accessible à tout endroit du programme inclus dans le contex-
te de la boucle d'accès OPEN-CLOSE du programme. 
Valeurs de S-ERROR 
Format 1 
Codes d'erreur 
0201 : pour un ordre REACH avec clause VIA, la dernière réalisation 
de boucle n'existe plus ou n'est plus accessible car son area 
est fermée. 
0202 le record référencé par < étiq2) est inconnu ou n'existe plus. 




du type spécifié. 
: ou se trouve dans une area qui n'est pas ouverte. 
ce programme n'a pas satisfait aux locks. 
pour un ordre REACH avec clause VIA: l'OWNER, le premier re-
cord ou le member suivant la dernière réalisation de boucle 
dans le set se trouve dans une area qui ·n':.est pas ouverte. 
0207 : ou sous contrôle exclusif ou OFF-line. 
Codes d'avertissement 
0208 : la dernière réalisation de boucle ou le record référencé par 
<étiq2) ·n•est plus member d'un set de type spécifié mais 
l'accès est effectué. 
0209 : pour un ordre REACH sans clause VIA, les records du type spé-
cifié et répondant aux critères de sélection ne peuvent tous 
~tre obtenus car les areas nécessaires ne sont pas toutes ou-
vertes. 
0210 : ou sous contrôle exclusif ou OFF-line. 
0211 : ou lors de l'accès à une a~a particulière, la dernière réa-
lisation de boucle appartenant à cette area n'existe pius et 
l'accès à cette area est alors abandonné. 




0212 le record référencé par 1 ~ variable de travail est inconnu, 
n'existe pas ou n'èst pas du type spécifié. 
0213 : ou se trouve dans une area qui n'est pas .ouverte. 
Valeurs rela tives à la clause GET 
Code d'avertissement 
0301 le DBMS ne peut faire la conversion entre . ..un data-item. dé-
fini par le sous-shéma et sa forme dans le -IBhéma; la clause 
GET est alors sans effet. 
0302 le programme n'a pas. fourni les L0CKS nécessaires. 
0303 : la valeur d~un data-item déclaré VIRTUAL S0URCE/RESULT ne 
peut être obtenue et sera remplacé par une valeur nulle dans 
la zone de communication. 
0304 après application de la clause CHECK, une valeur de data-item 
déclaré VIRTUAL/RESULT est considéré invalide mais elle est 
placée dans la zone de communication. 
0305 la conversion entre shéma et sous-shéma provoque la troncation 
de valeurs significatives. 
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2. Ordre CODASYL 
Il n'existe pas d'ordres équivalent en CODASYL et le programme DML 
doit produire une séquence d'ordres d'accès de test de retour et de 
branchement d'itération pour obtenir un texte équivalent. 
Les ordres d'accès CODASYL sont : 
2.1. Accès basé sur une valeur de DBK 
- FIND <.._ nom de type de record > US ING Zl 
et 
FIND CURRENT OF .(nom de type de -record> RECORD . 
(.nom de type de set'> SET 
L. nom d' area > AREA 
-· 
RUN-UNIT 
où la DBK du record concerné est soit à fournir par le programme 
grâce à la zone du programme I Zl, soit contenue dans un current 
désigné dans l'ordre. 
- Valeurs de ERROR-STATUS : 
+-ERR OR : 0301 l'area concernée n'est pas ouverte 
0318 : ou OFF-line ou sous contrôle exclusif d'un au-
tre programme. 
0310 1 le programme n'a pas fourni les LOCKS nécessai-
res à cet ordre. 
0326 le record référencé par Zl n'est pas du type 
spécifié dans l'ordre. 
0306 1 la DBK fournie est inconnue ou nulle. 
0317 : si l'ordre référence explic.i tement un current 
et que le record ainsi concerné n'existe plus 
dans la base de données. 
+ W A R N I N G 0350 : si un current de type de set est spécifié 
et le record ainsi référencé n'appartient 
plus effectivement à ce type de set. 
2.2. Accès aux records d'un set 
~.2.1. Acc ès à l ' OWNER 
- FIND OWNER RECORD OF ( nom de type de set) 
ou 
FIND OWNER IN <nom de type de set) CURRENT 
(.nom type de 
L.nom type de 









Le current du type de set concerné contiendra la DBK I d-' un record 
member pour le premier ordre. 
Pour le deuxième ordre le current expl icitement concerné contien-
dra la DBK d'un record member. 
- Valeurs de ERROR-STATUS : 
+ERR OR : 0301,0318,0310,0306,0317 comme précédemment. 
0322 : le record référencé par current n'est pas member 
effectif du set concerné. 
+ W A R N I N G 0350 comme précédemment. 
0351: le record référencé implicitement par cur-
rent n'existe plus dans la base de données. 
2.2.2. Accès à un record MEMBER 






<_·nom de type de record> RECORD · OF 
~nom type de set) SET. 
Le current du type de set concerné contiendra la DBK d'un record 
member ou owner, identifiant ainsi le set de ce type sur lequel 
porte l'ordre si on a la clause s 
NEXT (ou PRIOR) s on accède au record member suivant (ou précédent) 
le record, spécifié par current, dans .le set. 
Si c e dernier est OWNER pour le set, on accède 
àlors au .premier (ou dernier) record du set . 
FIRST (ou LAST ) r on accède au premier (ou dernier) record member 
du set concerné. 
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n (ou VAR) : n (ou la valeur de VAR) est un littéral numérique~i 
et on accède alors au ième record member pour le set concerné. 
Si la clause ~nom de type de record) est présente, on n'accède 
qu'aux records members du type spécifié. 
- Valeurs de ERROR-STATUS : 
+ERR OR : OJ01,0J18,0J10,0J06,0J22 : comme précédemment. 
0326 l e set concerné est vide. 
OJ07 l e record spécifié par current est le dernier 
du set (pour NEXT) ou le premier du set (pour 
PRIOR) ou si i indique une valeur supérieure au 
nombre de recordq members du set concerné (pour 
n ou VAR ) . 
+ W ARN IN G : 0350, 035i : comme précédemment. 
- FIND (nom de type de record > VIA 
USING ,nom de data-iteml) , (nom 
f CURRENT OF J ( nom type de set) 
de data-i tem2 > , ••• 
Cet ordre donne accès au premier record member d'un set de type 
) 
défini )pour lequel les valeurs de data-iteml, data-item2, ••• 
sont égales aux valeurs présentes dans les zones correspondantes 
en UWA. 
Le set concerné est identifié par le current du type de set (avec 
clause CURRENT OF) _:; ou.-~ par la SOS associée à ce set (sans clause 
CURRENT OF); dans le prèmier cas le programme fournira la DBK d'un 
record OWNER ou MEMBER du set et dansle deuxième cas il fournira 
toutes les valeurs (DBK, identifiants de set ) nécessaires à la re-
constitution de cet SOS. 
- Valeurs de ERROR-STATUS 
+ERR OR: 
0301, OJ18, 0310,0J06 : comme précédemment 
0323 : si la SOS implique une clause 
AREA-ID et que le programme spé-
cifie un nom d'area inexistant 
pour la clause WITHIN concernée. 
OJ02 : si la SOS implique une clause LO-
CATION MODE CALC avec AREA-ID et 
qu'aucun record ne peut être ob-
tenu avec les valeurs fournies 
pour ces deux clauses. 
0326 
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aucun record member de set spécifié 
ne possède de telles valeurs pour 
les data-it ems spécifiés. 
+ W ARN IN G : 0350, 0351 : comme précédemment. 
- FIND NEXT DUPLICATES WITHIN ( nom de type de se.t) US ING 
( nom de data- i teml) , < nom de data-i tem2 ) , ••• 
Le current du type de set spécifié contiendra la DBK d'un record 
member et identifiera ainsi le set concerné. 
Cet ordre donne a ccès au premier record, member du set concerné , 
à partir du record spécifié par current et qui ~st· du m@me type 
et possède les mêmes valeurs pour data-iteml, data-it em2 que l e re-
cord référencé par curren~. 
Valeurs de ERROR-STATUS 
+ERR OR : 0301, 0318, 0310, 0306 : comme précédemment. 
0307 : aucun record du set spécifié ne répond aux cri-
tères définis. 
0317 : le record spécifié par current n'existe plus dans 
la base de données. 
0304 i les data-items spécifies n'existent pas dans le 
sous-shéma pour le record spécifié par current. 
+ W A R N I N G 0350: comme précédemment. 
- Si les data-items spécifiés dans ces deux derniers ordres FIND sont 
déclarés SEARCH KEYS, ces ordres sont des ordres d'accès direct 
pour un set. 
2.3. Accès aux records d'une area 
- !:.llfil NEXT (nom de type de record) RECORD ·OF 





Le current de l'area concernée cont iendra l a DBK d'un record de 
cette area si l a clause NEXT ou PRIOR est présente. Les record s 
d'une area étant ordonnés par ordre croissant de valeur de leur 
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DBK, on accède donc au premier (si FIRST ), au dernier ( LAST ), au 
. ' 
suivant ou précédent le record spécifie par le current (si NEXT ou 
PRIOR) ou au ième (sin ou VAR) record de l'area concernée . 
Si la clause (nom de type de record> est présente, on n'accède 
·qu'aux records de ce type. 
Valeurs de ERROR- STATUS s 
+ERR OR : 0301,0318,0310 , comme précédemment. 
0307 : aucun record ne possède une valeur de DBK su-
périeure (NEXT) ou inférieure (PRIOR) à celle 
spécifiée par current. 
0326 , l'area est vide ou ne contient aucun record du 
type spécifié. 
0307 i est supérieur au nombre de records de l'area. 
0302 , le record spécifié par current n'existe pas pour 
·1•area. 
+ W ARN IN G : 0351 : comme précédemment. 
- FIND ( nom de type de record) RECORD 
Cet ordre permet l'accès à des record pourJesquels sa clause LOCA-
TION MODE est CAIC. 
On accède alors au premier record d'une area pour lequel les va-
leurs de CALC KEYS sont données dans les zones de UWA correspon-
dant à ces data-items. 
L'area est spécifiée par la zone de UWA associée à la clause AREA-ID 
si la clause WITHIN associée à ce type record comporte plus d'un 
nom d'area. 
- Valeurs de ERROR- STATUS 
Code d'erreur, 0301, 0318, 0310: comme précédemment. 
0323 , le nom de l'area spécifiée par AREA-ID n'ap-
partient pas à la clause WITHIN correspon-
dante. 
0326 , aucun record de l'area spécifié ne possède 
de telles valeurs de CALC KEYS. 
- FIND NEXT DUPLICATES WITHIN < nom record ') REC ORD 
Cet ordre permet l'accès à des records dont le LOCATION MODE est 
CAIC. 
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Le current du Run-unit contiendra la DBK d'un record de type spé-
cifié et possédant comme valeurs de CALC KEYS, celles présentes en 
uwA . 
On accède aupremier record d'une area (à partir du record référenc é 
par current ) qui possède les mêmes valeurs de CALC KEYS que celles 
prés entes en UWA. 
Le nom de l' area est spécifié par AREA-ID s"i c'est nécessaire. 
Si le current référence un record dont les valeurs de CALC KEYS ne 
sont pas égales aux valeurs de UWA, l'ordre a le même effet que 
l'ordre précédent. 
:Valeurs de ERROR-STATUS 
+E R R OR : 0301, 0318i 0310, 0323 comme précédemment. 
0326 : aucun record ne peut être ainsi sélectionné. 
+ W ARN IN G t 0350, 0351 : comme précédemment. 
2.4. Ordre GET 
L'ordre GET CODASYL met les valeurs de data-items associées à un re-
cord dans la zone de communication: 
Syntaxe 
GET ~nom de type de record> J . 
ou 
(nom de type de record) (nom data-i teml ~ , < nom data-
i tem2 >,-·-
Le current du run-unit contiendra la DBK du record concerné. 
Dans sa première forme, l'ordre GET donne en UWA toutes les valeurs 
associées au record, dans sa deuxième il ne donne que les valeurs 
des data-items spécifiés. 
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J. Justification de l'ordre DML' 
Clause FROM 
Un système CODASYL ne permet de travailler qu'avec une s eule bas e de 
données, il est donc superflu de permettre à la clause FROM de citer 
·une étiquette relative à un ordre OPEN; c'est pourquoi cette clause 
n'a de raisons d'6tre qu'avec la clause VIA. · 
Clause IF 
La condition <condition) portera sur des data-items du type de re 
cord concerné. 
Certaines formes de la condition permettront un accès "direct". 
On considère qu'une condition:rermet de générer des ordres d'accès 
"direct" : pour un set : 
lorsque le type de record member du type de set concerné possède des 
data-items déclarés SEARCH KEY (soit : data-iteml, data-item2, ••• ) 
et que chacun de ces data-items se retrouve dans la condition sous 
la forme : ••• AND data-iteml = valI AND ••• AND data-item2 = val2 AND ••• 
pour une area: 
a.) Lorsque le type de record concerné par l'ordre REACH possède un 
location mode CALC et que chacun des data-items déclarés CA!,C KEY 
(soit data-itemJ, data-item4, ••• ) se retrouvent dans la condi-
tion sous la forme : 
••o AND data-itemJ = val3 AND ••• AND data-item4 = val4 AND ••• 
b.) Lorsque le data-item: ID-AREA se retrouve dans la condition 
sous la forme : 
• • • AND ID-AREA = val AND ••• 
ou 
• • • AND ID-AREA NOT= val AND • • • 
Cette dernière condition ne constitue pas un accès direct au 
sens propre mais elle permet de rentabiliser le nombre d'accès 
en limitant la clause WITHIN à certains noms d'areas présents ( =) 
ou .absents (not=) dans la condition • 
.. 
Quelle forme génér a le adopter pour la condition? 
Il apparaît que la forme la plus intéressante est le produit de cri-
tères simples car elle permet au compilateur de détecter aisément 
quelle forme particulière de la condition permet l'accès "direct". 
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Des formes complexes telles que : 
- produit de sommes de critères simples, 
-- somme de produits de critères simples, 
multiplient très rapidement le nombre de conditions possibles 
portant sur des CALC KEYS, SEARCH KEYS ou le data-item ID-AREA et 
alourdiront le travail du compilateur. 
De plus, toute condition ou partie de celle-ci ne permettant pas 
d'accès "direct" devra être transformée en ordre IF COBOL qui sera 
exécuté sur base des valeurs de data-items présentes dans la zone 
de communication. 
Tout ordre REACH avec une condition ne permettant pas l'accès 
"direct" n'est donc pas différent d'un même ordre REACH (sans con-
dition) suivi d'un ordre IF COBOL, c'est pourquoi la forme générale 
de la condition pour l'ordre DML' est celle or i entée accès "direct" 
c-à-d : - critère simple, 
- produit logique de critères simples. 
Remarquons qu'un critère simple avec une (liste des valeurs) in-
troduit indirectement la forme somme de critères simples dans le 
produit car: 
( nom data-item) 
( (nom data-item} 
= ( (liste des.valeur)) s'interprète comme 
= vall OR (nom data-item} = val2 ••• ) 
valI, val2 étant les valeurs de la liste. 
Clause GET 
Cette clause est simplifiée par rapport à la forme SPHINX. 
Cette simplification est essentiellement due au fait que un ordre 
REACH avec clause IF nécessite que toutes les valeurs de data-item 
de la condition soient présentes dans la zone de communication · 
(sauf les CALC KEYS, SEARCH KEYS et ID-AREA). Une clause GET glo-
bale évite amsi les problèmes d'incohérence entre une clause IF 
et GET avec liste de data-items. 
Valeurs de S-ERROR 
1 Ces valeurs sont fonction des valeurs de ERROR-STATUS relatives 
aux ordres d'accès CODASYL qui serviront à ia génération d'un texte 
équivalent à une boucle d 0 aècès. 




Nous distinguons : 
pour le format 1 : - l'accès aux recorésd'un set (owner ou member). 
- l'accès aux records d'un type donné; cet accès 
est alors basé sur les areas de la clause 
WITHIN de ce type de record. 
- si l'ordre possède en plus une clause IF, on 
distingue 
I 
pour 1œ accès . auX' records members , 
ceux basés sur les valeurs de SEARCH KEYS ou nor 
et l'accès par areas peut être limité aux areas 
déterminées par une condition portant sur ID-
MEA et/ou être. basé sur des valeurs de CALC 
KEYS. 
pour le format 2 : - l'accès sera basé sur une valeur de DBK four-
nie par une variable de travail. 
La structure détaillée d'un texte généré dans chacun des cas se 
trouve décrite dans le chapitre cinq. Retenons toutefois les prin-
cipes qui ont permis la définition des valeurs de S-ERROR : 
- Lors de l' acc:è_s à un set, il faut préalablem·ent positionner 
son current avec la DBK du record relatif à < étiq2} , cette 
opération peut engendrer les codes 020J, 0206. 
L'accès au record OWNER peut provoquer le positionnement des 
valeurs 020J, 0206, 0207, 0208. 
L'accès aux records membersJgénêré par un ordre FIND NEXT ••• 
et un ordre FIND ••• USING de repositionnement de current avec 
la DBK de la réalisation courante avant une itération,peut ame-
ner les valeurs 0201, 0206, 0207, 0208. 
- L'accès aux records des areas se fera indépendemment pour cha-
cune d'elle, les erreurs détectées lors de l'examen d'une area 
n'empêchent pas l'exécution pour lei autres areas d'une clause 
WITHIN; c'est pourquoi ces erreurs ne constituent qu'un code 
d'avertissement et peuvent générer les valeurs 0209, 0210, 0211 . 
- L'accès basé sur la DBK fournie par une variable de travail ser, 
généré par l'ordre : 
FIND ••• USING (var. ·travail) 
et les valeurs de S-ERROR qui lui sontassociées découlent di-
rectement des valeurs ERROR-STATUS pour un tel ordre. 
- Certaines valeurs de ERROR-STATUS telles que celles indiquant 
une fin de set, d'area ••• interviennent dans le texte généré 
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comme valeur de contrôle d'itérations et provoquent soit la 





· @ END 
Règles syntaxiques 
1.- (étiq) : est l e nom d'une étiquette connue jusqu'à cet en-
droit et définie dans un ordre REACH ou PREPARE. 
2.- Il ne correspond qu'un seul ordre END à tout ordre REACH ou 
PREPARE. 
J.- Si la clause (étiq) _est absente, l'ordre END se réfère im-
plicitement au dernier contexte ouvert qui n'a pas encore été 
clôturé à cet endreit, celui-ci ne peut avoir été ouvert par 
un ordre OPEN. 
Sémantique 
1.- L'ordre END définit la fin du contexte ouvert par un ordre REACH 
ou PREPARE. Après son exécution, l'étiquette du contexte et la 
réalisation courante qui lui étaient éventuellement associés 
sont rendues indisponibles. 
L'ordre END clôture également tous les contextes qui lui sont 
emboîtés et qui n'auraient pas encore été fermés à cet endroit; 
ces contextes ont été ouverts par des ordres REACH ou PREPARE. 
2.- Lorsqu'un ordre END implicite ou explicite est relatif à un 
ordre REACH, son exécution commande l'itération automatique 
de la boucle REACH- END; les instructions DML' et COBOL situées 
entre l'ordre REACH et l'ordre END qui lui correspond constituen 
le corps de la boucle et seront exécutées pour chaque réalisa-





1.- Cet ordre doit se trouver dans le contexte ( étiq) • 
.> 
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(ètiq) est le nom d'une étiquette définie par un ordre REACH. 
2.- Si la clause {étiq) est absente, l'ordre NEXT se réfère im-
plicitement à son contexte de base. 
J.- Un ordre NEXT peut constituer la dernière instruction d'une 
branche TRUE ou FALSE. d'une alternative IF COBOL. 
Sémantique 
1.- Si l'ordre NEXT est relatif à sa boucle de base, son exécution 
provoque l'abandon de la réalisation courante de cette boucle 
puis l'itération de cette dernière, la totalité -.de Ja boucle 
est exécutée pour la réalisatbn suivante si elle existe. 
2.- Si l'ordre EXIT n'est pas relatif à sa boucle de base, son exé-
cution provoque d'abord la sortie prématurée de tous les blocs, 
actifs à cet endroit et relatifs à un ordre REACH ou PREPARE, 
emboîtés dans le contexte (étiq) et ensuite l'itération for-
cée de cette boucle. 
L'effet de l'ordre NEXT est donc équivalent à l'effet d'un or-






1.- Cet ordre doit se trouver dans le contexte ( étiq) • 
2.- (6tiq) peut avoir été défini par un ordre OPEN de format 1, 
un ordre REACH ou PREPARE. 
J.- Si < étiq) est absente, on se réfère implicitement au contexte 
. 
de base. 
4.- Un ordre EXIT peut constituer la dernière instruction d'une 
branche TRUE ou FAISE d'une alternative IF COBOL. 
Sémantique 
1.- L'ordre EXIT provoque lors de son exécution la sortie prématu-
rée du contexte auquel il fait référence. 
2.- L'exécution du programme se poursuit à la première instruction 
(explicite ou implicite) qui suit l'ordre END ou l'ordre CLOSE 
du contexte qu~ l'on quitte. 
J.- Si l'ordre EXIT n'est pas relatif à son contexte de base, il 
provoque préalablement à l'effet décrit ci-dessus, l'abandon 
de tous les contextes actifs, relatifs à un ordre REACH ou PRE-
PARE, emboîtés dans le contexte <étiq) • 
4.- Si l'ordre EXIT est relatif à un ordre REACH, il provoque l'ar-
rêt prématuré des itérations de cette boucle d'accès ainsi que 
de toutes celles qui lui seraient emboitées et encore actives 
à cet endroit. 
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SA E 
Cet ordreaffecte à une variable de travail, une valeur qui est la 
référence à cette réalisation. 
1. Ordre DML' 
Syntaxe 
~étiq)] IN ( Var:. trav ·) .. 
Règles syntaxiques 
1.- Cet ordre doit se trouver dans le contexte <étiq). 
2 .- -· (étiq) est le nom d • une étiquette définie dans un ordre 
REACH ou PREPARE suivi d'un CREATE: ce nom ne peut être "IN". 
J.- Si la clause {étiq) est absente, l'ordre SAVE se réfère im-
4.-
plicitement à. son 
(Var. trav.) 
DATABASE-KEY. 
contexte de base. 
est le nom d'une variable COBOL de type 
2. Justification de l'ordre DML' 
--------------------------------
L'absence de valeurs pour S-ERROR se justifie par l'ordre qui sera 
généré : MOYE D. B.K. OF (étiq > TO <Var. trav ·. > . 
Les contrôles à l'exécution se feront donc comme pour un ordre 
COBOL. 
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C .A E 
Cet ordre permet de créer un record et de 11insérer automatiquement 
dans des types de sets pour lesquels son type de record est automa-
ticiœmber; en outre un set vide sera créé pour chaque type de set 
pour lequel il est déclaré OWNER. 
Préalablement à un tel ordre, le programme doit fournir dans la 
zone de communication, les valeurs associée·s au record à créer. 
Il doit pour ce faire réserver de la place en ZC pour ce record; 
ceci se fera grâce au bloc PREPARE-END. 
1. Ordre DML' 
Syntaxe 
@ CREATE f étiql >] [ , (nom type de set') 
Règles syntaxiques 
(étiq2 ~ jno 
1.- {étiql) : est le nom d'une étiquette définie dans un ordre 
PREPARE et doit être celui du bloc de base. 
2.- (étiq2) : est le nom d'une étiquette définie dans un ordre 
REACH ou PREPARE suivi d'un CREATE. 
J.- L'étiquette du contexte de base ne peut apparaître dans la clau-
se ( étiq2) • 
4.- L'ordre CREATE doit se trouver dans tous les contextes{étiq2) 
5.- Cet ordre doit être le premier ordre DML' du bloc PREPARE-END 
de base. 
6.- Les types de sets spécifiés doivent être déclarés dans le sous-
shéma et doivent avoir pour type de record : 
- OWNER : le type de record référencé par · <étiq2) • 
- MEMBER : le type de record référencé par (étiql} • 
7.- h est au moins égal au nombre de sets pour lesquels le record 
à créer est automatic member. 
8.- n peut au maximum être égal à ce -nombre plus un : 
il se peut que la localisation de ce record se fasse par iden-
tification du record OWNER d'un set pour lequel il est manual 
member ( contrainte du système CODASYL) et le record OWNER sera 
également identifié par une clause. (nom type de set) 
(étiq2) le record OWNER ne sera toutefois pas inséré dans ce 
set. 
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9.- L'identification' d'un set spécifié dans cet ordre peut nécessitez 
l'accès à des records qui ne sont pas référencés par l'ordre 
CRÈATE (contrainte du système CODASYL) et les areas contenant 
ces records doivent faire l'objet d'un ordre OPEN dans ce pro-
gramme. 
10.- Letype de record ne peut être déclaré avec une clause RETRIEVAL 
ONLY. 
Règles sémantiques 
1.- Le data-item ID-AREA attaché à (~tiq1) doit contenir un nom 
d'area appartenant à une liste d'areas accompagnant la clause 
VAWE de ce data-it em, si cette clause ne comporte qu'un seul 
nom d' area il prend ce_tte valeur par défaut. 
2.- Lorsque l'ordre PREPARE associé ne comporte pas de clause GET, 
les valeurs de data-items associéœ seront nulles ( o ou {. ) 
et il en sera de même pour ceux non déclarés dans le sous-shéma. 
Valeurs de S-ERROR 
Code d 0 erreur 






les areas nécessaires à l'identification d'un set ne sont pas 
toutes ouvertes. 
ou sous contrôle exclusif d'un autre programme ou OFF-line. 
les sets existants dans la base de données ne permettent pas 
d'obtenir tous les records nécessaires à l'identification 
d'un set (contrainte du système CODASYL). 
: l'area dans laquelle le record doit s'insérer n'est pas ou-
verte. 
: les records référencés par (étiql) et, (étiq2) ne se trou-
vent pas tous dans des areas ouvertes avec un usage mode au-
tre que RETRIEV AL. 
0407 : il n'existe plus de place disponible dans l'area spécifiée 
par ID-AREA. 
.. 
, 0408 : le nom d'area spécifié par ID-AREA n'est pas valide. 
0409 s ou incompatible avec les valeurs associées au record à créer. 
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0410 : les valeurs des data-items déc l arés IDENTIFIER ne sont pas 
uniques dans la base de données. 
0411 - : le programme n'a pas satisfait aux LOCKS. 
0412 1 après application d'une clause CHECK, certainesvaleurs de 
data-items sont déclarées · invalides. 
0413 : les valeurs des data-items sont telles que la convertion dans 
le format du shéma est impossible. 
2. Ordre CODASYL 
L'ordre STORE crée un record et l'insère automatiquement dans les 
sets pour lesquels il est automatic member; le DBMS crée en outre 
un set vide pour chaque type de set pour lequel il est déclaré 
OWNER. 
Syntaxe 
STORE <nom type de record) SUPPRESS ••• 
Règle:; syntaxique 
Le sous-shéma du programme doit déclarer le type de record spécifié 
ainsi que les data-items spécifiés dans son location modeJau moins 
une area de sa clause WITHIN, tous les types de sets pour lesquels 
il est automatic member et tous les data-items spécifiés ou réfé-
rencés dans les SOS associées à ces types de sets ains i que ses 
data-items ASCENDING/DESCENDING KEY pour ces types de sets. 
Règles sémantiques 
1.- Une DBK sera associée au record à créer sur base de sa descrip-
tion dans le sous-shéma ét des valeurs fournies par le programme
1 
2.- Le programme doit assurer la présence des valeurs suivantes 
a.- Les data-items spécifi és dans le location mode 
doivent ~tre initialisés en UWA. 
b.- Les sets pour lesquels le record est automatic 
member seront identifi és par valeurs des data-
items et currents référencés dans la SOS de cha-
cun des sets concernés. Les valeurs des data-items 
seront donc présentes en UWA et les currents seront 
éventuellement mis à j our. 
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J.- Pour chaque location mode impliqué dans l'exécution d'un tel 
ordre 1 
a.- s'il estdirect, la zone spécifiée par cette clause contien-
dra une DBK ou sera nulle (uniquement si elle concerne le 
record à créer). 
Si la clause WITHIN associée comporte ~lus d'un nom d'area 
la zone associée à la clause AREA-ID éventuelle sera ini-
tialisée avec un nom d'area présente dans la clause WITHIN 
et déclarée par le sous-shéma. 
b.- s'il est CAI.C, les data-items spécifiés dans cette clause 
doivent être initialisés en UWA ainsi que la zone associée 
à la clause AREA-ID si c'est nécessaire. 
c.- s'il est VIA, les data-items associés à la SOS du type de 
set spécifié doivent être initialisés ainsi que la zone as-
sociée à la clause AREA-ID si c'est nécessaire. Le record 
à créer sera alors inséré le plus pr~s possible de son 
point logique d'insertion dans le set. 
d.- si aucune clause location mode n'est spécifiée, la DBMS in-
sère le record dans l'area spécifiée par les clauses WITHIN 
et AREA-ID et lui assigne une DBK arbitraire dans l'area 
concernée. 
4.- Les data-items associés à ce record et qui ne sont pas décla-
rés dans le sous-shêma auront une valeur nulle. 
5.- La clause SUPPRESS empêche la mise à jour de certains currents 
après l'exécution de cet ordre. 
Valeurs de ERROR-STATUS 
ER R OR 
' 
1201 1 l'area dans laquelle le record doit s'insérer n'èst pas ou- 1 
verte. 
1221 1 un record impliqué dans cet ordre se trouve dans une area 
1209 
qui n'est pas ouverte. 
se 
les 'records impliqués dans cet ordre në"trouvent pas tous 
ê-~t~e iu1 dans des areas ouvertes avec · un usage moere rieval (uni-
quement pour les records susceptibles de subir des modifi-
cations c-à-d, les records OWNER immédiats du record à créer 
dans un chemin d'accès défini par une SOS). 
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1218 : certaines ·areas nécessaires à l'exécution de cet ordre se 
trouvent sous contrôle exclusif d'un autre programme. 
1212 le DBMS ne dispose plus de DBK disponible pour l'area spé-
cifiée. 
1202 la DBK fournie ou obtenue . à partir des valeurs de CALC KEYS 
n'est pas compatible avec -1' are a spécifiée. 
1205 : le record viole une clause DUPLICATES NOT ALLOWED. 
1225 lors de l'identification d'un set par SOS, les critères d'i-
dentification ne permettent pas de sélectionner un set 
existant. 
1210 s le programme n'a pas satisfa~t les PRIVACY LOCKS. 
1227 : après application d'une clause CHECK; certaines valeurs de 
data-items sont déclarées invalides. 
1223 : lors de l'identification d'un record dans une area par clau-
se AREA-ID, le nom spécifié indique une area n'existant pas 
pour la clause WITHIN. 
1219 : les valeurs des data-items en UWA sonttelles qu'elles ne 
peuvent être converties dans Je format spécifié dans le shé-
ma. 
J. Justification de l'ordre DML' 
Un programme DML' ignore les clauses LOCATION MODE, WITHIN, AREA-ID, 
SET OCCURENCE SELECTION, c'est pourquoi les règles CODASYL associées 
à ces clauses n'existent pas dans l'ordre DML'.Remarquons que les 
règles relatives aux clauses WITHIN et ·AREA-ID se retrouvent dans 
celles associées au data-item ID-AREA de l'ordre CREATE. 
Toutefois le programmeur DML' ne peut ignorer totalement les notions 
de location mode et set occurence selection car elles impliquent 
certaines actions de sa part. 
Afin de justifier certaines règles, nous présentons comment le 
compilateur prend en charge ces deux notions. 
\ -
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a.- Location mode 
S'il est direct, le programme ne doit fournir aucun renseigne-
ment. 
Exemple:RECORD Rl 
LOCATION MODE IS D1RECT (nom zone) • 
Lors de la création d'un record de ce type, la DBK à fournir peut 
être nulle et le DBMS choisit la DBK à assigner au record en 
fonction du nom d'area fourni par clause WITHIN ou AREA-ID. 
Le compilateur génère alors : 
MOVE ZEROES TO (nom zone ) • 
S'il est CALC, les CALC KEYS doivent être initialisées mais l'or-
dre DML' n'en fait pas une règle : si les CALC KEYS ne sont pas 
initialisées elles prendront par défaut la valeur nulle ( 15 ou 0) 
et le test de validité de ces valeurs se fera à l'exécution de 
l'ordre CREATE (0409, 0410 ). 
- S'il est VIA, le record à créer sera localisé dans une area en 
tant que member d'un set dont le type estspécifié dans cet ordre. 
Ce set est identifié par SOS et le programme doit fournir l'OWNER 
immédiat du record dans le chemin d'accès défini par cette SOS. 
Le compilateur doit vérifier si ce record OWNER est fourni par 
l'ordre DML'. Si le record à insérer est automatic member de ce 
set, le contr8le se fera par vérification~ la règle syntaxique 6 
et le cas où il est manual member justifie la règle 7. 
b.- Set Occurence Sélection 
Cette notion intervient pour l'identification des sets pour lesquels 
le record à créer est automatic member·. 
Pour chacun des sets ainsi concernés, le compilateur génère une 
série d'ordres destinés à reconstituer le chemin d'accès défini par 
sa SOS. 
Le programme DML' fournissant le moyen d'identifier la première éta-
pe du chemin d'accès défini par SOS ( l'étiquette fournie pour cha-
que set représente l'OWNER immédiat du record à créer), le compi-
lateur dispose des moyens suffisants pour reconstituer les autres 
étapes du chemin. 
Exemple : 
Soit un record Rl à créer, son type de record est automatic member 
d'un type de · set Sl. Là. SOS associée à ce type de set est la suivan-
te s 
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R3 localisé par current du type de set. 
s 2 
~ 




Le programme DML' fournit -l'OWNER immédiat de Rl soit R2. 
La SOS indique que ce record R2 sera identifié comme member d'un 
set de type S2 dont l'OWNER est identifié par current. 
Le compilateur doit générer pour cet exemple : 
FIND ( nom type de record relatif à R2) USING D-B-K OF 
(étiquette associée à R2) • 
MOVE d-i tl OF ( étiquette relative à R2 } TO d-i tl OF 
(nom type de record relatif à R2) 
MOVE d-i t2 OF (étiquette relative à R2) TO d-it2 OF 
"' 
(nom type de record relatif à R2) 
FIND OWNER RECORD OF S2 SET. 
Ces ordres CODASYL doivent être exécutables et par conséquent 
l'area cont~nant R3 doit être ouverte et disponible pour le program-
me. 
Les ordres COBOL (MOVE) doivent également être possibles et l'ordre 
REACH donnant accès aur record R2 doit s' accomp.agner d'une clause 
GET. 
Les ordres qui seront àinsi générés justifient . les règles syntaxi-
ques 8 et 9. . 
Les valeurs de ERROR-STATUS 0401, 0402, 0403, 0404 proviennent de 
l'exécution des ordres CODASYL générés pour la reconstitution d'une 
1 
. SOS t 
0401 = ERROR-STATUS = OJ26 
0402 = " " = OJOl 
0403 = " " = OJ18 
0404 = " " = OJ22 
Les valeurs de ERROR-STATUS 
une SOS n'interviennent donc 




de l'ordre STORE et concernani 
S-ERR OR . c-à-d : 1221, 1218, ) 
Toutes les autres valeurs de S-ERROR sont directement liées aux 
valeurs de ERROR-STATUS. 
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Syntaxe 
@PREPARE (nom type de record} ~ (étiq) ~ET] • 
Règles syntaxiques 
1.- (nom type de record) est le nom d'un type de record déclaré 
dans le sous-shéma du programme. 
2.~ (étiq) est le nom d'une étiquette qui sera attachée au bloc 
PREPARE- END défini; ce nom doit être unique. 
J.- A tout ordre PREPARE doit correspondre un ordre END explicite 
ou non qui clôture so~ contexte. 
4.- Entre un ordre PREPARE et certains ordres lui faisant référence 
(MODIFY, REACH, ATTACH, DETACH, TRANSFER, SUPPRESS, CREATE non 
attachés à ce PREPARE), doit se trouver un ordre CREATE qui 
lui fait référence. 
5.- Dans le contexte d'un PREPARE doit se trouver un ordre CREATE 
qui lui fait référence. 
l.J. Règles sémantiques 
1.- L'ordre PREPARE définit un contexte qui s'étendra jusqu'au END 
qui le clôture en aval dans le programme; à ce contexte est as-
sociée une étiquette de nom ( étiq ) qui pourra dans la sui te 
être affectée à une réalisation du record qui sera créé par 
un ordre CREATE situé dans le contexte (étiq) • 
2.~ Après l'exécution du PREPARE, l'étiquette {étiq) est connue 
dans le contexte défini mais non aff$ctée. 
La clause GET réserve dans la zone de communication de l'espace 
destiné à contenir les valeurs des data-items associées au re-
cord à créer; cet espace est lié au contexte (étiq) • 
J.- Le data-item ID-AREA est présent dans la zone ZC dans tous les 
cas (avec ou sans clause GET). 
1 4.- L'ordre PREPARE initialise les zones de ZC réservées. 
Cette initialisation consiste à donner une valeur nulle aux 
data-ite~s (~ pour valeurs alphabétiques ou alpha-numériq~es, 
o pour les valeurs numériques ou de type DBK). 
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SUPP ESS 
Cet ordre supprime un record de l a base de données ainsi que cer-
tains autres records qui lui sont attachés. 
1 • Ordre DML' 
Syntaxe 
@ SUPPRES S 
[





1.- Cet ordre doit se trouver dans le contexte (étiq) . 
2.- (étiq} est le nom d'une étiquette définie dans un ordre 
REACH ou PREPARE suivi d'un CREATE. Ce nom ne peut 
être ONLY, SELECTIVE, ALL , NEXT ou EXIT. 
J.- Si la clause 1.... étiq} est absente, l'ordre SUPPRESS se réfère 
implicitement à son contexte de base. 
4.- Le bloc auquel se réfère l'ordre SUPPRESS ne peut se trouver 
dans aucun contexte auquel seraitass ociée une réalisation cou-
rante dont le record asscocié risque d'être supprimé (selon 
la clause ONLY, SELECTIVE, ALL). 
Règles sémantiques 
1.- Cet ordre détache le record référencé par (étiq) de tous les 
sets pour lequel il - est member et le supprime ensuite de la 
base de données. 
2.- Cette suppression entraîne la suppression d'autres records qui 
sont fonction de la clause : 
- ONLY : tous les records members mandatory font également l'ob-
jet d'un crdre DELETE ONLY. 
- SELECTIVE: tous sesrecords members mandatory ou optional 
(uniquement s'ils ·ne participent à aucun autre 
set) font également l'objet d'un ordre DELETE 
SELECTIVE. 
- ALL: tous ses records members font également l'objet d'un 
ordre DELETE ALL. 
s'il ne s'accompagne d'aucune de ces 
SUPPRESS ne s'applique qu'au record désigné par 
ment s'il n'est OWNER que sets vides. 
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clauses, l'ordre 
( étiq) et unique- , 
3 .- Quelle que soit l'issue de l'opération pr.écédente, la clause 
NEXT ou EXIT est exécutée, provoquant impérativement soit 
l'itération forcée, soit l'ahandon prématuré du bloc auquel se 
réfère l'ordre SUPPRESS. 
Valeurs de S-ERROR 
Code d'erreurs 
0501: le programme n'a pas fourni les locks nécessaires à la sup-
pression de tuus les records. 
0502 : toutes les areas nécessaires ne sont pas ouvertes. 
0503 : ou ne sont pas toutes ouvertes avec un usage mode autre que 
RETRIEVAL. 
0504 : quelques areas sont sous contrôle exclusif d'un autre pro-
gramme ou OFF-line. 
0505 : l'ordre entraîne la modification d'un data-item ACTUAL RE-
SULT et la clause CHECK appliquée à cette nouvelle valeur 
le déclare invalide. 
· 0506 : le sous-shéma du:i;rogramme ne déclare pas tous les records 
ou sets impliqués dans cet ordre. 
0507 l'ordre sans clause ONLY, SELECTIVE ou ALL s'applique à un 
record OWNER d'un (ou plusieurs) set(s) non vide(s). 
0508 : le record référencé par ( éitiq) est inconnu. 
0509 : ou dans une area qui n'est pas ouverte. 
2. Ordre CODASYL 
Syntaxe 
DELETE ( nom type record) [~CTI~Ei • 
1 Règles syntaxiques 
1 
Le type de record spécifie doit ~tre déclaré dans le sous-shéma 
nommé dans le programme. 
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Règles sémantiques 
1.- Le record à supprimer est référencé par le current du run-unit~ ' 
2.- Les records rattachés à ce record et qui seront également sup-
primés sont fonction des clauses 0NLY, SELECTIVE,ALL; ces clau-
ses ont la même signification que celle de l'ordre DML'. 
J. Justification de l'ordre DML' 
Les clauses NEXT et EXIT sont obligatoires compte tenu de]a struc-
ture de bloc. 
Règles syntaxiques 
Elles sont directement liées à la structure de bloc d'un programme. 
Règles sémantique.s 
Elles découlent naturellement de l'ordre C0DASYL qui sera gégéré. 
Seule la règle 3 est relative à l'ordre SHINX équivalent. 
Valeurs de S-ERR0R 
0508 et 0509 : résultent de l'ordre FIND ••• USING qui sera généré 
conformément à la mise à jour des currents. 
Les autres valeurs trouvent un équivalent C0DASYL. 
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Cet ordre modifie -toutes ou une partie des valeurs de data-items 
associées à un record • 
. 1. Ordre DML' 
Syntaxe 
@ MODIFY s ( data-i tl) , (data-it2) • • • • ]: 
Règles syntaxiques 
1.- Cet ordre doit se trouver dans le(s) contexte(s) étiq 
• 
2.- étiq est une étiquette définie par un ordre REACH ou PRE-
PARE suivi d'un create et accompagnant d'une clause GET. 
J.- Si une clause (étiq> est absente, l'ordre MODIFY se refère 
implicitement à son contexte de base. 
4.- Toutes les clauses (étiq) sont différentes. 
5.- Les différentes clauses (étiq) {data-itl) , ••• sont 
séparées par le signe ; • 
6.- (data-itl) , ( data-it2 ) doivent être des noms de data-items 
définis dans le sous-shéma du programme et appartennant . au 
type de record référencé par (étiq) • 
7.- Les data-items nommés ne peuvent ~tre déclarés 
lACTUAL l VIRTUAL lSOURCEl RESULT 
Règles sémantiques 
1.- Pour chaque clause (étiq) 
modifie la base de données 
par ( étiq) aux nouvelles 
, l'exécution de l'ordre MODIFY 
en associant le record référencé 
valeurs des data-items de ce record 
qui auront probablement été rangées dans la zone de communica-
tion affectée à ( étiq > . 
2.- Si (data-itl) , (data-it2) ••• sont spécifiés, seuls les 
valeurs de ces data-items seront modifiées, sinon toutes les 
valeurs des data-items du record référencé par (étiq) seront . 
modifiées(s'ils sont déclarés dans le sous-shéma et· ne sont pas 
Actual ou Virtuàl source ou result). 
• 1 
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J.- Une tentative de modification du data-item ID-AREA n'est pas 
prise en compte. 
4.- Les modifications sont exécutées indépendemment des autres et 
une modification est exécutable si aucun des événements cor-
respondant aux valeurs de S-ERROR n'est détecté. 
Valeurs de S-ERROR 
Code d'avertissement 
0601 : le programme n'a pas satisfait aux LOCKS nécessaires pour 
une modification de cet ordre. 
0602 : une clause CHECK appliquée lors d'une modification a révélé 
une nouvelle valeur de data-item invalide. 
0603 une area relative à une modification a été ouverte avec un 
usage mode RETRIEVALo 
0604 i la conversion entre formats du shéma et sous-shémas ne peut 
s'effectuer pour certaines valeurs de data-items. 
0605 : une modification ne peut s'effectuer car le record concerné 
n'existe pas ou plus dans la base de données. 
0606 une modification d'un data-item déclaré IDENTIFIER lui attri-
bue une valeur existant déjà pour un autre record de la base 
de données. 
0607 : l'area nécessaire n'est pas ouverte. 
S-ERROR tient compte de la dernière erreur détectée pour l'ordre 
MODIFY et le registre S-COUNT indique le nombre total d'erreurs 
détectées pour cet ordre. 
2. Ordre CODASYL 
~---------------
L'ordre MODIFY CODASYL (sans _clause USING) permet de modifier les 
valeurs de data-items d'un record. 
Syntaxe 
MODIFY l ~ nom type de record) J . 
(nom type de record) (data-i tl > , (data-it2) .... l 
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Règles~yntaxique 
1.- Le type de record ainsi que les data-items spécifiés doivent 
être déclarés dans le sous-shéma. 
2 .- (data-i tl ) ,{data-i t2 ) , ••• ne peuvent ê t re définis comme 
ACTUAL/vIRTUAL SOURCE/RESULT sauf s'ils_ sont relatifs à des 
data-items d'un record OWNER et interviennent dans une SOS car 
alors ils peuvent modifier les étapes d'un chemin d'accès à 
un set. 
Règles sémantiques 
1.- Le record dont les valeurs sont à modifier est référencé par 
le current du Jrun-unit et les nouvelles valeurs de data-items 
doivent se retrouver en UWA. 
2.- Seuls seront modifiés les data-items déclarés dans le sous-shé-
ma du programme. 
J.- Lorsque les data-items ànndifier sont déclarés SEARCH KEY, 
CALC KEY, ASCENDING/DESCENDING KEY, le DBMS se charge d'effec-
tuer les modifications nécessaires dans la base de données 
(réajustement d'index, modification de l'ordre des members d'un 
set, ••• ) et la DBK du record concerné reste inchangée. 
J. Justification de l'ordre DML' 
Syntaxe 
Par rapport à l'ordre SPHINX équivalent, l'ordre DML' permet de pré-
ciser outre l'étiquette relative au record à modifier, le nom des 
data-items à modifier. 
C~s clauses supplémentaires sont nécessaires car un ordre REACH ou 
PREPARE DML' s'accompagne d'une clause GET globale et par conséquent 
le programmeur qui ne veut effectuer l'ordre MODIFY que pour cer-
taines valeurs de data-items doit pouvoir le préciser au moment 
1 
de l'écriture de cet ordre. 
- 102 -
Règles syntaxiques 
La règle 7 est imposée par le système CODASYL. Elle est toutefois 
plus restrictive que celle de l'ordre MODIFY dont elle s'inspire : 
on n'admet pas de modifier des valeurs de data-items SOURCE ou 
RESULT m~me s•·ils sont relatifs à une SOS s dans ce cas l'effet 
de l'ordre est de modifier un chemin d'accès à ·un set et ceci ne 
répond plus à la fonction remplie par un ordre MODIFY DML' (une 
telle fonction est remplie par les ordres DML' ATTACH et DETACH 
ou TRANSFER). 
Règles sémantiques 
La règle 3 provient du fait que conformément à ce qui a été défini 
dans le DDL', le data-item ID-AREA n'existe pas dans la base de 
données. 
La règle 4 provient de l'ordre SPHINX équivalent, elle n'existe 
que pour offrir au programmeur une facilité d'écriture. Un ordre 
MODIFY multiple correspond à une série d'ordre MODIFY simples suc-
cessifs. 
Valeurs de S-ERROR 
La valeur 0605 provient de l'ordre FIND ••• USING qui sera généré 
conformément à la mise à jour des currents. 
Les autres valeurs trouvent un équivalent pour ERROR-STATUS. 
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AT AC 
Cet ordre rattache à un ou plusieurs types de set un record dont 
le type est déclaré optionaloumandatory manual. 




[To <étiq2} VIA <nom type de set) ]: 
(étiql) et (étiq2): sont des noms d'étiquettes connues jus-
qu'à cet endroit et définies dans un or-
dre REACH ou PREPARE suivi d'un ordre 
CREATE. Une clause . (étiq2) doit ~tre 
différente de (étiql) • 
(étiql): est relative à un record dont le _type est,soit,Rl. 
(étiq2)s est relative à un record dont le type est 1soit 1 R2. 
- (nom type de set) est le nom d'un type de set déclaré dans 
le sous-shéma du programme et pour lequel 
Rl est OPTIONAL ou MANDATORY MANUAL MEMBER 
et R2 est OWNER ou MEMBER. 1 
Un .nom de set ne peut apparaître qu'une 
seule fois dans cet ordre. 
Cet ordre doit se trouver dans les contextes (étiql> et 
{étiq2) • 
- n réprésente le nombre max. de types de set déclarés dans le 
sous-shéma du programme et -pour lesquels Rl est OPTIONAL ou 
MANDATORY MANUAL MEMBER. 
Règles sémantiques 
Chaque insertion se fera indépend ernment des autres et uneerreur 
détectée pour l'une d'elle positionne · s-ERROR à une valeur(= code 
d'avertissement) et l'opération n'est .pas exécutée. 
S-ERROR rend compte de la dernière erreur détectée et S-COUNT donne 
le nombre total d'erreurs pour ·1•ordre ATTACH. 
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Valeurs de S-ERROR 
Code d'erreur 
0701 s le record référencé par (étiql) n'existe pas ou plus. 
0702 : ou se trouve dans une area qui n'est pas ouverte. 
0703 r le programme n'a pas satisfait aux LOCKS nécessaires pour 
cet ordre. 
Code d'avertissement 
0704 : un record référencé par ( é~iq2) n'existe pas ou plus. 
0705 ou se trouve dans une area qui n'est pas ouverte. 
0706 s le record à insérer n'est pas optional ou mandatory manual 
member pour un des types de set spécifiés. 
. un 
0707 r l'insertion dans un type de set entraîne poûrVëfata-item dé-
0708 
claré IDENTIFIER une valeur existant déjà pour un set. 
le record à insérer est déjà member d'un des types de set 
spécifiés. 
0709 une ou plusieurs areas concernées ont .un usage mode RETRIEVAL 
nouvelle 
0710 r l'exécution de l'ordre entraîne unevvaleur d'un data-item 
VIRTUAL RESULT pour un OWNER et celle-ci est déclarée in-
valide après application de la clause CHECK. 
0711 : un record spécifié par ( étiq2 ) n'appartient plus au type 
de set spécifié, mais l'insertion peut s 9 exécuter. 
2. Ordre CODASYL 
L'ordre INSERT permet d'attacher un record à un ou plusieurs set(s). 
Syntaxe 
INSERT [ (nom df,) type de recbrd) J INTO inom type setl>, 
(nom type set2) , ... 
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Règles syntaxiques et sémantiques 
~nom de t ype de record) est un type de r ecord member optional 
ou mandatory manual pour chaque type de set concerné par l'or-
dre. 
- La DBK du record à:insérer sera présente dans le current du RUN-
UNIT. 
- Pour chaque type de set, un set particulier sera identifié par 
le current de ce type de set qui contiendra la DBK d'un record 
0WNER ou MEMBER . 
J. Justification de l'ordre DML' 
L'ordre I NSERT multipl e ne sera pas utilisé pour la génération. 
Un ordre ATTACH sera équivalent à une s uite d'ordre INSERT simples; 
ceci permet d'exécuter les insertions indépendemment les unes des 
autres. 
Les valeurs de S-ERR0R : 0701, 0702, 0704, 0705 sont relatives aux 
ordres FIND ••• USING générés conformément àJa mise à jour des 
currents. 
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Cet ordre détache un record de sets auxquels il est attaché et 
pour lesquels il est optional member. 
1. Ordre DML' 
Syntaxe 
@ DETACH [ ('.étiq > ] f ROM <nom type de set::, J: 
Règles syntaxiques 
1.- (étiq ) est Je nom d' 1-me étiquette relative à un record, soit 
Rl • . 
2.- {nom type de set) est le nom d'un type de set déclaré dans 
le sous-shéma et· puur lequel ce type de record de Rl est optio-
nal member. 
J.- Cet ordre doit se trouver dans le contexte 
relative à un ordre REACH ou PREPARE suivi 
Rè(i?:lES sémantique 
( étiq ) qui est 
d'un CREATE. 
Pour chaque clause FROM l'ordre supprime l'appartenance du record 
référencé par < étiq) à un type de set spécifié. Chaque suppres-
sion est indépendante des autres et une erreur détectée pour l'une 
d'eile positionne un code d'avertissement et l'opération n'est pas 
exécutée. 
S-ERROR rend compte de la dernière erreur détectée et S-COUNT in-
dique le nombre total d'erreurs pour l'ordre. 
Valeurs de S-ERROR 
Code d'erreur 
0801 le record référencé par (étiq) n'existe pas ou plus. 
0802 : ou se trouve dans une area qui n'est pas ouverte. 
080J · le programme n'a pas satisfait aux LOCKS nécessa ires. 
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Code d'avertissement 
0804 : le record à détacher n'est effectivement member d'un type 
de set spécifié. 
0805 : le record à détacher n'est pas optional member pour un type 
de set spécifié. 
0806 les areas nécessaires à l'identification d'un set ne sont 
pas toutes ouvertes. 
0807 : ou cetaines d'entre elles sont sous contrôle exclusif ou 
OFF-line. 
0808 ou ne sont pas toutes ouvertes avec un usage mode autre que 
RETRIEVAL. 
0809 une suppression entraîne la modification d'une valeur de 
data-item ACTUAL RESULT dans un ~ord OWNER et la nouvelle 
valeur est déclarée invalide après application de la clause 
CHECK. 
2. Ordre CODASYL 
L'ordre REMOVE CODASYL permet de détacher un record d'un (ou plu-
iieurs ) set(s) au(x)quel(s ) il appartient. 
Syntaxe 
REMOVE ((nom type de record)] FROM 
{nom type de set2 > , .... 
Règles syntaxiques et sémantiques 
(nom type setl). , 
Le record à détacher est optional member des sets spécifiés. 
Le current du RUN-UNIT doit contenir la DBK du record à détacher. 
Remarquons que pour cet ordre, le seul record à détacher suffit 
pour identifier un set parmis ~eo types de set spécifiés, car un 
record n'estœmber que d'un seul set d'un type donné. 
Justification de l'ordre DML' 
1 Comme pour l'ordre ATTACH nous n'utiliserons pas la possibilité 
d'un ordre CODASYL multiple. 
Un ord~e DETACH ser a généré par une suite d'ordre REMOVE simples 
afin de r endre chaque opération indépendante des autres dans l'or-
dre. Les codes 0801, 0802 proviennent de l'ordre FIND ••• USING 
qui sera généré cortbrmément à la mise à jour des currents. 
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T 
Cet ordre est destiné à transférer l'appartenance d'un record mem-
ber d'un set vers un autre set de même type. Seuls les records 
.member ne pouvant faire l'objet d'ordre DETACH et ATTACH pourront 
faire l'objet d'un tel ordre c-à-d les members · mandatory. 
L'ordre regroupe alors deux fonctions : il ·détache un record d'un 
set auquel il appartient et l'insère dans un autre set identifié 
par l'ordre. 
Syntaxe 
@ TRANSFER <étiql) [ TO (étiq2) VIA (nom type de set)]: 
Règles syntaxiques 
1.- (étiql) et (étiq2>: sont des noms d'étiquettes relatives à 
des ordres REACH ou PREPARE suivis d'un 
CREATE. 
2. Si une étiquette est absente, l'ordre désign_e implicitement 
celle du bloc de base. 
J.- Cet ordre doit se trouver dans tous les contextes (étiql) 
et (étiq2) • 
4 .- ( nom type de set ) est le nom d'un type de set dont le type 
de record OWNER est celui rêférencé par ( étiq2 > et pour le-
quel le type de record relatif à < étiql) est mandatory mem-
ber. 
5 .-· Une étiquette (étiq2) ne peut s'appeler "TO" ni "VIA". 
6.- n représente au maximum ·le nombre de sets pour lesquels le 
type de record relatif à <étiql est mandatory member. 
7 .- L'identification des sets précisés par /.. étiq2) peut impliquer 
d'autres records et sets que ceux précisés dans cet ordr~ ain-
si que certaines valeurs de data-items relatifs à ceux-ci (con-
trainte du système CODASYL). Les types de ces records)sets ain-
si que c es data-items doivent être déclarés dans le sous-shéma 
et évent~ellement présents en ZC. 
8.- Ils doivent également se trouver dans des areas ouvertes. 
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Règles sémantiques 
Une clause TO { étiq2) VIA ••• constitue un transfert partiel. 
Chaque transfert partiel est exécuté indépendemment des autres et 
une erreur détectée pour l'un d'eux positionne S-ERROR à un code 
d'avertissement et le transfert partiel n'est pas effectué. 
S-COUNT rend compte du nombre total d'erreurs détectées pour cet 
ordre. 
Valeurs de S-ERROR 
Code d'erreur 
0901: le record référencé par <étiql} n'existe pas ou plus. 
0902 : ou se trouve dans une area qui n'est pas ouverte. 
0903 le programme n'a pas satisfait aux LOCKS nécessaires. 
Code d'avertissement 
0904 les areas contenant les records relatifs à (étiql) et 
( étiq2 :>. ne sont pas toutes ouvertes avec un usage mode 
autre que ·retrieval. 
0905 : le record référencé par (étiql> n'est pas effectivement 
member d'un type de set spécifié. 
09ô6 
0907 
toutes les areas nécessaires à la localisation d'un set iden-
tifié par (. éttq2 ~ ne sont pas ouvertes. 
ou certaines d'entre elles sont sous contrôle exclusif ou 
OFF-line. 
0908 la localisation d'un set ne peut se faire car les sets exis-
tant dans la base de données dans le sous-shéma sont insuf-
fisants. 
0909 : le record relatif à (étiq2) n'existe pas ou plus. 
2. Ordre CODASYL 
L'ordre MODIFY avec clause USING permet de modifier l'appartenance 
d'un record à un type de set. 
Syntaxe 
MODIFY (nom type de record) USING (data-i tl) <_data-i t2 > , ... 
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Règles syntaxiques 
1.- Le type de record spécifié et les data-items nommés (data-itl, 
data-it2, ••• ) doivent être déclarés dans le sous-shéma. 
2.- Les types de set et de record ainsi que les data-items impli-
citement référencés doivent être déclarés dans le sous-shéma. 
J.- (data-itl) , (data-it2) , ••• sont ~es noms de data-items 
permettant d'identifier le record OWNER immédiat du record à 
modifier dans un (ou plusieurs) chemin(s) d'accès à un (ou 
plusieurs) set(s) défini(s) par SOS. 
Règles sémantiques 
1.- Le record à modifier _est identifié par current du run-unit. 
2.- Pour chaque type de set implicitement référencé, le record 
à modifier sera transféré du set auquel il appartient vers un 
autre set identifié par les valeurs de (data-itl) , ••• re-
latives à l'OWNER. 
Pour chaque nouveau set, tous les data-items implicitement ou 
explicitement référencés par SOS doivent être initialisés en 
UWA, les currents concernés doivent être mis à jour ainsi que 
les zones associées à une clause ID-AREA relative à une SOS. 
Exemple : 
RECORD Rl 
-RECORD R2 LOCATION MODE VIA Set2 
RECORD RJ LOCATION MODE CALO USING data-it5, data-it6 
--
WITHIN areal, area2 AREA-ID Zl. 
Sifr Sl 
OWNER R2 
MEMBER MANDATORY Rl · 
SOS THRU LOCATION MODE OF OWNER 




SOS THRU LOCATION MODE OF OWNER 
USING data-itJ, data-it4 
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Ces clauses DDL impliquent que · un set de type Sl sera identifié 
par identification d'un recoffd OWNER de type R2 en tant que member 
d'un set de type S2 grâce à ses valeurs pour les data-items :data-
itJ et data-it4 et dont l'OWNER est un record . de type RJ identifié 
par ses valeurs de CALC-KEY : data-it 5, data-it6. 
Dans un set de type Sl, un record member est identifié par ses va-
leurs pour les data-items : data-itl, data-it2. 
Supposons la situation suivante dans la base dedonnées 
AREA 1 
Rl , : ••• 
SETl : 
R2 : . . . 
SET2: 
RJ : . . . 
Rll: data-itl = Xl 
ciata-it2 = X2 
R21 data-i tJ = XlJ 
data-i t4 = Xl4 
RJl: data-it5 = Xl5 
data-i t6 = Xl6 
• • • • • • 
. . . R22 . data-itJ=X2J . 
data-it4=X24 
4 11> 
. . . RJ2 : data-it5=X25 
data-it6 =X26 
Un programme désirant modifier l'appartenance d e Rll au type de 
set Sl en le rattachant à R22 devra effectuer les opérations sui-
vantes, 
1. Placer la DBK de Rll dans le current du RUN-UNIT. 
2. Garnir les zones de UWA comme suit r 
Rl r ___ j Xl 1 ____ 1 X2 :, ______ _ 
data-itl data-it2 











MODIFY Rl USING data-itl, data-it2, data-itJ, data-it4. 
Valeurs de ERROR-STATUS 
Le programme n'a pas satisfait les privacy locks. 
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0810 
0804 Les data-items spécifiés ne sont pas desdata-items relatifs 
à une SOS d'un set pour lequel le record référencé par 
current est member. 
0821 Les records fai sant l'objet d'une modification (le record 
référencé par current.du run-unit,les records OWNERS immé-
diats de l'ancien et du nouveau chemin ~•acc~s défini pij~ -
SOS d'un type de set concerné) ne sont pas tous dans des 
areas ouvertes avec un usage mode autre que RETRIEVAL. 
0809 , Les areas nécessaires à la localisation ne sont pas toutes 
ouvertes. 
1 0818 : Les areas nécessaires à la localisation des records impli-
qués ne sont pas toutes dis ponibles (sous contrôle exclusif 
d'un autre programme ou .OFF-line). 
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082J Une variable relative à une clause AREA-ID n'est pas ini-
tialisée. 
0802 : ou la valeur fournie est incompatible avec les valeurs de 
CALC KEYS fournies. 
0825 : Les valeurs fournies pour les data-items relatifs à une 
0822 
SOS ne permettent pas la sélection d'un set. 
Le record identifié par current n'est pas member effectif 
des types de sets implicitement identifiés dans l'ordre. 
J. Justification de l'ordre DML' 
Les notions relatives à une SOS seront prises en charge par le com-
pilateur comme pour l'ordre CREATE; on justifie ainsi les règles 
syntaxiques 7 et 8. 
Cette reconstitution prend en charge les valeùUrs de ERROR-STATUS 
relatives à une SOS (0804, 0821, 0818, 0823, _ 0802, 0825)qui sont 
rendues au programme.DML' sous la forme des codes 0906, 0907, 0908, 
0909. 
Les valeurs 0901, 0902 résultent de l'ordre FIND ••• USING généré 
conformément à la mise à jour du current du run-unit. 
4.J.J.4. Les codes d'erreur grave 
Nous ne pouvons pas énumérer tous les événements provoquant une 
anomalie grave car ils peuvent varier selon le s DBMS CODASYL exis-
tant. Ils représentent les cas où le DBMS ne peut exécuter cor-
rectement un travail sur une base de données parce qu'ils affectent 
l'intégrité de la base de données ou celle du DBMS . 
L'effet d'un tel événement positionne S-ERROR à un code d'erreur 
grave et l'exécution se poursuit à la première instruction sui-
vant l'ordre CLOSE de forme 1 du programme. 
Les cas d'erreurs graves sont par exemple : 
- la base .de données n'existe plus, 
- erreur du système , 
- manque de place mémorée, 
1 - . . . . 
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Chapitre 5 s Le compilateur DML' 
- - - - - - - - - - - - - - - -
---------------
Ce chapitre constitue la partie pratique du mémoire et présente 
l'analyse et la génération des ordres REACH, NEXT, EXIT, OPEN, 
CLOSE et END. 
Il présente les tables et variables ainsi que les algorithmes 
décrivant les programmes qui constituent le compilateur. 
Les programmes sont préyus pour le DBMS-20 de DIGITAL (DEC SYSTEM 
2050) c'est pourquoi des notions générales analysées pour le sys-
tème CODASYL n'apparaîtront pas dans ce chapitre. 
- 115 -
5.1. Les fonctions du compilateur DML'. 
La compilation d'un programme réalise les fonctions suivantes 
- l'analys e d'un programme s ource DML'/Cobo l , 
- la génération d'un texte Codasyl/Cobol ~quivalent dans le 
cas où l'analyse reconna ît le programme correct, 

















-Une compilation complète d'un programme DML' s'effectue en deux 













-Lé travail du compilateur DML ' se déroule en trois phases r 
- L'analyse syntaxique vérifie la syntaxe et ses règles. Cette 
vérification se fait entre autres à l'aide de la description du 
sous-shéma du programme à compiler. 
Lorsque l'analyse syntaxique d'un ordre s'est révélée correcte , le 
1 compilateur procède à la phase de génération . 
- La généra tion cons iste à recopier l'ordre dans le texte Codasyl/ 
cobol à générer en tant que commentaire et de le faire suivre des 





La troisième étape produit le listing source du programme DML' 
ainsi que les mes sages du compilateur. 
5.2. Structure d'un programme CODASYL/COBOL 
------------------------------------------~ 
Un programme DML'/COBOL doit comporter la structure suivante 
DATA DIVIS ION , 
w .s . s . 
- PROCEDURE DIVISION. 
ordres DML.' /COBOL 
Après compilation, ce même programme comportera en W.S.S., la zone 
de communication ZC qui comprendra les zones s u ivantes : 
- les registres d'erreur : S-ERROR et S-COUKT 
- la zone des données qui est fonction des ordres REACH et 
PREPARE écrits dans le programme. 
Cette zone est organisée d'une manière particulière qui permet 
de - profiter de la structure de blocs du programme DML' pour ne con-
server en mémoire que les informations relatives aux réalisations 
actives à chaque endroit. Cette zone estarganisée en pile. 
Les gestion de cette pile est statique (fixée au stadede la compi-
lation) à la fois en raison de la rigidité de la structure de blocs 
et des pII>ssibilités du COBOL (pas de gestion dynamique de la mémoi-
re). 
L'àccès aux informations de la pile peut s'effectuer en COBOL grâce 
à la technique de constructi9n suivante : 
- on réserve pour la pile une zone de longueur. fixe correspondant 
à la longueur maximum que peut atteindre cette pile dans le pro-
gramme; cette zone porte le nom de S-STACK. 
- chaque fois que de l'espace doit être réservé dans cette pile, 
une nouvelle découpe de cette dernière est générée (ordre RED E-
FINES); cette découpe contient deux parties : un déplacement 
(FILLER) de positionnement au sommet de la pile puis la descrip-
tion des zones utiles. 
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Exemple : 
Supposons qu'à un endroit du texte DML' à compiler, le niveau de 
la pile soit= n, et que l'ordre à compiler soit le suivant s 
REACH Rl = ETIQ ••• 
et que la description de Rl dans le sous-sh~ma soit 
RECORD Rl 
01 D-ITl PIC 9(4) 
01 D-IT2 
02 D-ITJ PIC X(20). 
02 D-IT4 OCCURS 10 TIMES PIC . ·X (20). 
Le compilateur génère dans la w.s.s. du programme 
01 S-STACK-i REDEFINES S-STACK Q . 
02 FILLER PIC X(n) . 
02 ETIQ • 
OJ D-ITl PIC 9(4). 
OJ D-IT2. 
04 D-ITJ PIC X(20). 
04 D-IT4 OCCURS 10 TIMES PIC X(20). 
où i indique le numéro de l'ordre DML' dans le programme. 
La phase de génération générera non seulement des ordres CODASYL/ 
COBOL en procédure DIVIS ION mais également des définitions de zone s 
en w.s.s. de programme généré. 
Le programme généré aura donc la structure suivante s 
DATA DIVISION 
- w.s.s. du programme 
- 01 S-STACK PIC X (n) (n est déterminé en fin de compilation) 
01 S-STACKl REDEFINES S-STACK 
• 
• 
- autres zones générées par le compilateur DML' 
PROC EDURE DIVISION 
1 Ordres COBOL d'origine. 
Ordres CODAS~L/coBOL équivalen1Baux ordres DML'. 
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5.J. Architecture du compilateur DML' 
5.J.l. Tables et variables du compilateur 
5.J.1.1. Ana lys e syntax ique 
L'analyse syntax ique des ordres REACH, END, . NEXT, EXIT, OPEN, CLOSE, 
SAVE implique la présence en mémoire de tables indiquant les types 
de données d'un sous-shéma ainsi que leurs caractéris tiques. 
L'ensemble des tables d~crivant les sous-shémas d'un système CODA-
SYL sont créés par le compilateur DijL'. 
Lors de la génération d'un ordre OPEN de forme 1, les tables re-
latives au sous-shéma du programme sont préalablement amenées en 
mémoire. 
La fig. 5.1. présente la structure de ces tables. 
WITHIN-TAB 
. .AREA-TAB 
permet de retrouver la liste des areas d'une clause 
WITHIN. 
donne la liste des areas du sous-shéma • 
ITEM-TABLE: donne la liste des data-items du sous-shéma ainsi que 
leurs caractéristiques. Lorsqu'un data-item est un 
groupe de data-items,l'élément GROUPE de cette table 
permet de retrouver la !.liste des data-items dont _il 
se compose (par la table ITEM_SUB). 
REC-TAB 
SET-TAB 
donne la liste des records du sous-shéma et permet de 
reconstituer les clauses accompagnant sa description. 
SET-PTR indique dans quels types de sets il participe 
(par la table OWNER MEM-TAB). 
s donne la liste des sets du sous-shéma et permet de re-
constituer les clauses qui le décrivent. 
L'élément type indique si le member est automatic/ 


































































































































































































































































Les tables et variables nécessaires à la générat ion des ordres 
DML' sont garnies après analyse lexicale, nous les présentons 
par la fig. 5.2. 
PILE-BOUCLE I cette pile est la pile des boucles REACH et OPEN. 
On lui associe un indice : top-pb. 
Pour un ordre REACH elle contient 
- l'étiquette de boucle (ETIQ), 
- la longueur du type de record concerné (LONG), 
- le numéro dans REC-TAB du record concerné (N-RE~ 
CORD), est 
- le type de boucle (TYPE-BOUCLE), cet élérnenWpo-
sitionné à la génération et permettra de générer 
l'ordre END correspondant. 
- le nombre d'areas de la clause WITHIN du type de 
record (NBR~A). 
Pour un ordre OPEN~ top-pb doit être= 1 et elle ne contient que 
liétiquette de boucle. 
Après analyse lexicale, top-pb contient la valeur du dernier ni-
veau significatif de la pile; un niveau disparaît après génération 
du END correspondant. 
LISTE-A. 
pour un ordre REACH de format 1 : 
cette table est constituée à partir de la clause WITHIN du type 
de record concerné et contient le numéro de ces areas; elle dis-
paraît après génération de celui-ci. 
pour un ordre OPEN ou CLOSE: 
elle contient le numéro d'areas (ou de sets) apparaissant éven-
tuellement dans ces ordres. 
OPEN-CLOSE s 




etiq long n-record 
CL-FROM 












l ~rti ~8crël D 
CL-IF CL-AREA-ID CL-VIA 























·LISTE-VA L ,, 
top-lv ·- \L.1.-.L-!-111_--- · _ _.. 
fig. 5 .2. 
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si SET-AREA = 1, il s'agit d'ordres OPEN/CLOSE ALL ••• 
= 2, il s'agit d'ordres OPEN/CLOSE ALL FOR SET ••• 
= 3, il s'agit d'ordres OPEN/CLOSE AREA ••• 
si US-MODE = 00,il n'y a pas d'usage mode associé à l'ordre OPEN. 
= 01, l'usage mode est RETRIEVAL 
= 02, l'usage mode est UPDATE 
= 11, l'usage mode est PROTECTED RETRIEVAL 
= 12, l'usage mode est PROTECTED UPDATE 
= 21, l'usage mode est EXCLUSIVE RETRIEVAL 
= 22, l'usage mode est EXCLUSIVE UPDATE. 
CL-AREA-ID indique s'il existe une clause area-ID pour ·le type de 
record référencé par un ordre REACH et dans ce cas donne le nu-
méro (NO-ID) de cette zone dans REC-TAB. 
CL-FROM: cette zone indique si un ordre REACH s 'accompagne d'une 
clause FROM ou non (INDIC ) et dans ce cas le numéro de 
cette étiquette dans PILE-BOUCLE (NO-DS-PB). 
NO-DS-PB permet aussi de localiser une étiquette rela-
tive à un NEXT,EXIT , SAVE. ou END. 
INDIC-GET indique si un ordre REACH s'accompagne d'un clause GET 
ou non. 
CL-VIA: cette variable indique si uncrdre REACH s'accompagne de 
la clause VIA et dans ce cas donne le numéro dans SET-TAB 
du type de set référencé. MEMB indique si le type de re-
cord de l'ordre est member (=1) ou non ( =O ) de ce type 
de set. SYST indique si l'owner est SYSTEME (=l) ou non 
(=O). 
PILE-CRITERE : 
Cette pile donne la liste des critères simples qui composent la 
condition d 9 une clause IF d'un ordre REACH. Cette pile permet d'iso-
ler chacun de ces critères et donne pour chacun d'eux 1 
- le numér o du data-item (D- IT), · · 
- l'opérateur logique (OP), 
- le nombre de valeurs de ce critère (NBRE-VAL), 
- l'adres se de la première va leur du critère, cette adresse est 
un numéro d'élément de l a pile VAL-CRITERE. L'adresse des au-
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tres valeurs est accessible à partir de cet élément de VAL-
CRITERE. 
- des pointeurs PREC-CRIT et SUITE-CRIT qui donnent respecti-
vement l'adresse du critère précédent et suivant dans cette 
pile. 
PREC-CRIT = 0 pour le premier · critère de la condition et ..: 
SUITE-CRIT = 0 pour le dernier. 
VAL- CRITERE t 
ni donne la longueur d'une valeur d'un critère. 
adc r donne l'adresse de cette valeur dans . LISTE-VAL où elle est 
stockée caractère par caractère. 
LISTE-VAL: permet de stocker les valeurs des critères de la con-
dition. 
COND• N~AREA: cette zone indique si une condition d'un ordre REACH 
porte sur ID-AREA et dans ce ca·s donne l'adresse du 
critère simple dans PILE-CRITERE. 
P-COND .. CALC. cette pile indique si la condition d'un ordre REACH 
porte sur CALC, c-à-d si pour chaque CALC KEY il 
existe un critère simple d'égalit é. 
Elle donne dans ce cas le nombre de data-items de 
cette clause (NBRE-COND~CALC) et l'adresse des cri-
tères simples dans PILE-CRITERE (DEB4COND-CALC). 
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5.3.2. Les modules du compilateur. 




des ordres fin du ... r 








si la syntaxe est correcte: 
- évaluation de la taille de 
S-STACK. 
- regroupement des différentes 
·parties du programme généré: 






Les programmes relatifs à l'analyse lexicale sont une suite de tests et 
de recherche en tables. Leur description n'offre aucun interêt, retenons 
toutefois qu'après cette étape de compi lation les tables et variables 
nécéssaires à la génération sont positionnées avec les valeurs de 
l'ordre analysé. 
Les programmes de génération se caractérisent par le texte qu'ils 
génèrent. Nous présentons dans la suite leurs structure ainsi que celle 
du texte qu'ils produisent. 
5.3.2.1. REACH. 
Lors de la génération d'un ordre REACH ~op-pb indique quel élément de 
PILE-BOUCLE caracté rise cet ordre. 
Toutes les variables et étiquettes de paragraphe générées pour un tel 
ordre sont suffixées par l'étiquette de boucle ( etiq ( top-pb ) ) afin 
d'individualiser les boucles de même type. 
La structure générale d'une boucle générée est la suivante : 
S-INIT-etiq( top-pb ). 
(instructions d'initialisation de boucle > • 
S-BOUCLE-etiq( top-pb ). 
( sélection d'une nouvelle variable de boucle > • 
S-CORPS-etiq( top-pb ). 
(instructions du corps de boucle ) • 
S-ITER-etiq( top-pb ). 
<repositionnement de la variable de boucle dans le 
current adéquat> • 
<branchement à S-BOUCLE-. ~. ) • 
S-FIN- et iq( top-pb ). 
~instructions de sortie de -boucle> 
Les deux dernie~paragraphes correspondent à l'or~re END. 
Cette structure n'est pas rigide, nous avons voulu présenter les types 
d'opérations à effectuer et un paragraphe portant un de ces noms en aur 
également la fonction; les étiquettes décrites n'apparaissent pas dans 
le texte généré lorsqu'il .apparaî t évid'ent qu'elles ne feront pas 
1 
· l'objet d ' ·_ ordrœ de branchement. 
- 127 -
Les types de boucles se distinguent par les accès qu'elles décrivent. 
Les differents types d'accès sont : 
1.l'accès aux records d 'un set; 
2.l'accès aux records d'une ou plusieurs areas. 
Ces accès peuvent être soumis à une condition et on distingue alors: 





records d'une ou plusieurs 
CALC et évevtuellement sur 
records d'une ou plusieurs 
le data- item ID-AREA. 
areas avec une condition 
le data-item ID-AREA; 
areas avec une condition 
Le DBMS-20 ne reconnaît pas la notion ,de SEARCH KEY;c'est pourquoi 
nous ne distinguons pas l'accès aux records d'un set sans condition 
du cas où il y en aurait une. 
Ces differents types d'accès déterminent les ordres Codasyl générés 
pour l'initialisation et l'itération ( S-BOUCLE- ••• ). 
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Le programme relatif à la génération de l'ordre REACH s'articule selon 





-n = n + long( top-pb ). 
_ générer en W .S .S : 
01 S-COUNT-etiq( top-pb) PIC 99. 
redefines de S-STACK pour le type de record 
concerné. 
_ générer en PROCEDURE : 
MOYE O TO S-COUNT-et~q( top-pb ). 









générer en PROCEDURE: 
S-CORPS-etiq( top-pb ). 








suite-crit :/: 0 ? __ y.:,__ __ ~11,..1 










Ce bloc génère en procedure : 
MOVE CURRENCY STATUS FOR RUN-UNIT TO D-B-K OF etiq( top-pb ). 
MOVE AREA-NAME TO ID-AR EA OF etiq ( top-pb ). 
GEN-GET. 
Ce bloc génère en procedure : 
GET nom-rec( n-record( top-pb) ). 
MOVE CORRESPONDING nom-rec( n-record( top-pb) ) ~O etiq( top-pb ). 
IF ERROR-STATUS = 0510 MOVE 0302 TO S-ERROR . 
IF ERROR-STATUS = 0519 MOVE 0301 TO S-ERROR . 
IF ERROR-STATUS = 0552 MOVE 0303 TO S-ERROR. 
IF ERROR-STATUS = 0553 MOVE 0304 TO S-ERROR. 







bl6c transforme toute ou partie de la condition d'une clause IF 












-mettre "AND" dans OPERA'.REUR 
- générer : IF NOT ( 
-j = suit-crit( 1 ). 
1 
op( j ) = "=" et Y 
nbre-val ( j . ) ) 1 _? ___ _ générer : ( mettre "OR" dans 
OPERATEUR 
----..-générer: 
nom-i t em ( d-it( j ) ) OF 
etiq( top-pb) op( j ) 
(Valeur referencée par deb-liste-val( j )> 
-nbre-val( j ) - nbre-val( j ) - 1 
1 
--nbre-val( j ) = O? 
nsérer OPERATEUR 
ans le texte 
énéré 
ettre l'adresse 
e la valeur 
uivante dans 
eb-liste-val( j ) 
y 
OPERATEUR = 
r sui te-cri C 
Il OR Il ? 
j ) = 0 ? 
'I 
• générer : ) 
mettre "AND" dans 
OPERATEUR 
1 
-in sérer OPERATEUR 




- j = suite-crit( j ) 
générer 





Ce bloc génère en procedure s 
FIND nom-rec( n-record( top-pb) ) USING D-B-K OF etiq( top-pb ). 
IF ERROR-STATUS = 0301 MOYE 0213 TO S-ERROR 
GO TO S-FIN-etiq( top-pb ) . 
IF ERROR-STATUS = 0306 MOYE 0212 TO S-ERROR 
GOT TO S-FIN-etiq( top-pb ). 
IF ERROR-STATUS = 0326 MOYE 0212 TO S-ERROR 
GO TO S-FIN-etiq( top-pb ) . 
IF ERROR-STATUS = OJlO MOYE 0205 TO S-ERROR 
GO TO S-FIN-etiq( top- pb ). 
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REACH-SET. 
Ce bloc génère en procedure l'équivalent d'un ordre REACH avec 
clause VIA. Le DBMS-20 ignore la notion de SEARCH KEY, c'est 





oucle ( top-pb ) = 1 
Y memb - 1? 
REACH-
SET-MEMB indic of cl-frow 
= 1 ? 
- y 









Ce bloc génère en procedure r 
.-
FIND nom-rec( n-record( ind"'."etiq2 ) ) USING D-B-K OF etiq( ind-etiq2 
IF ERROR- STATUS = OJOl MOVE 0204 TO S-ERROR GO TO S-FIN-etiq( top-pb 
IF ERROR-STATUS = OJlO MOVE 0205 TO S-ERROR GO TO S-FIN-etiq( top-pb 






IF ERROR-STATUS = OJ06 MOVE 0202 TO S-ERROR GO TO S-FIN-etiq( top-pb) 
FIND OWNER RECORD OF nom-set( no-set of cl-via) SET. 
IF ERROR-STATUS = OJOl MOVE 0206 TO S-ERROR GO TO S-FIN-etiq( top-pb) 
IF ERROR-STATUS = OJ18 MOVE 0207 TO S-ERROR GO TO S-FIN-etiq( top-pb) 







1 y syst = 1 ?-;__ _______ _, 
1 
indic of cl-from 
= 1 ? . 
1 FIND-









Lès ordres Codasyl/Cobol générés sont identiques à l'ordre FIND •.• USING 
et les ordres de test de valeurs de ERROR-STATUS relatifs à cet ordre 
-générés dans le bloc FIND-OWNER. 
FIND-FIRST. 
Ce bloc génère en procedure : _ __.. 
1 
FIND FIRST nom-rec( n-record( top-pb) ) RECORD OF 
nom-set( no-set of cl-via) SET. 
IF ERROR-STATUS = OJOl MOYE 0206 TO S-ERROR GO TO S-FIN-etiq( top-pb ). 
IF ERROR-STATUS = 0318 MOVE 0207 TO S-ERROR GO TO S-FIN-etiq( top-pb ). 
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IF ERROR-STATUS = 0310 MOVE 0205 TO S-ERROR GO TO S-FIN-etiq( top-pb ). 
'IF ERROR-STATUS = 0322 MOVE 020J TO S-ERROR GO TO S-FIN-etiq( top-pb ). 
GO TO S-CORPS-etiq( top-pb ). 
FIND-NEXT. 
ce ·bloc génère en procedure : 
S-BOUCLE-etiq( top-pb ). 
FIND NEXT nom-rec( n-record( top-pb) ) RECORD ôF 
nom-set( no-set of cl-via) SET. 
IF ERROR-STATUS = OJOl MOVE 0206 TO S-ERROR 
GO TO S-FIN-etiq( top-pb ). 
:·JF ERROR-STATUS = OJ18 MOVE 0207 TO S-ERROR 
GO TO S-FIN-etiq( top-pb ). 
IF ERROR-STATUS = . 0307 GO TO S-FIN-etiq ( top-pb ) • 
IF ERROR-STATUS = OJ26 MOVE 0201 TO S-ERROR 
GO TO S-FIN-etiq( top-pb ). 
. REACH-AREA. 















indic of p~cond-ca+c = l? -------,, 
= 2 
I '/ type-~o~cle( top-pb) 




indic of cond-n 









Ce bloc . construit LISTE-A. avec les areas de la clause WITHIN du 
type de record référencé par le sommet( top-pb) de PILE-BOUCLE. 
EXAMINE-GOND-AREA. 
--------- ENTER 
~iste-t-il uni tel que : 1 nom-i~em( d-it( i ) ) ~ "ID-AREA" ? 
indic of cond-n-area 
= 0 
- indic of cond-n-area = 1 
-prec-crit( suite-crit( i) ) = prec-crit( i) 




Ce bloè examine une condition afin de vérifier si elle porte sur CALC. 
Supposons qu'il y ait n CALC KEYS, l'algorithme est alors : 
ENTER 
1 
nbre-cond-calc = 0 
j = 1 
1 
j = n ? 
1 
----------• indic of p-cond-calc = 1 
existe-t-il uni tel que 
nom-item( d-~t( · ï) fr= 
nom de lai- CAI,C KY 
et op( i ) = "=" ? --.a.•indîc of p-cond-calc = 0 ~ 
- nbre-cond-calc = nbre-cond-
calc + 1 
_ mettre i dans deb-cond-calc ( j ) 
-suite-crit( prec-crit( i) ) = 
suite-cr i t( i) 
_j = j + 1 
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REACH-AREA-SANS-IF. 
Ce bloc produit un texte équivalent à un ordre REACH sans clause VIA 
et avec une condition éventuelle mais ne permettant aucun accès direct. 
Il génère : en W.S.S : 
- · 01 S-K-etiq ( top-pb ) pic 99. 
en PROCEDURE: 
MOYE O TO S-K-etiq( top-pb ). 
~pour chaque area de la clause within, c-a-d pour j variant de 1 à 
nbr-a( top-pb) : 
S-INIT-j-etiq( top-pb ). 
ADD 1 TO S-K-etiq( top-pb ). 
FIND FIRST nom-rec( n-record( top-pb) ) RECORD 0F 
nom-area( liste-a( j ). ) AREA . 
IF ERROR-STATUS = OJOl MOYE 0209 TO S-ERROR 
GO TO S-INIT-j+l-etiq( top-pb ). 
IF ERROR-STATUS = OJ18 MOYE 0210 TO S-ERROR 
GO TO S-INIT-j+l-etiq( top-pb ). 
IF ERROR-STATUS = OJlO MOYE 0205 TO S-ERROR 
GO TO S-FIN-etiq( top-pb ). 
· IF ERROR-STATUS = OJ18 GO TO S-INIT-j+l-etiq( top-pb ). 
GO TO S-CORPS-etiq( top-pb ). 
S-BOUCLE-j-etiq( top-pb ). 
FIND NEXT nom-rec( n-record( top-pb ) ) RECORD OF 
nom-area( liste-area( j ) ) AREA. 
IF ERROR-STATUS = OJOl MOVE 0209 TO S-ERROR 
GO TO S- INIT-j+l-etiq( top-pb ). 
IF ERROR-STATUS = OJ06 MOYE 0211 TO S-ERROR 
GO TO S-INIT-j+l-etiq( top-pb ). 
JF' . ERROR~STATUS = OJ07 GO TO S-INIT-j+l-etiq( top-pb ). 
GO TO S-CORPS-etiq( top-pb ). 
-pour j = nbr-a( top-pb) + 1: 
S-INIT-j-etiq( top-pb ). 
GO TO S-FIN-etiq( top-pb ). 
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REACH-AREA-IF-AREA. 
Ce bloc produit un texte équivalent à un ordre REACH sans VIA et avec 
une condition portant sur ID-AREA. 
Il génère : en w.s.s. : 
01 S-VAL-AREAC-etiq( top-pb) OCCURS nbre-val(- crit-cond-n-area) 
TIMES PIC X(JO). 
•ce tableau est destiné à contenir les valeurs du critère simple de 
la condition portant sur ID-AREA. 
01 S-K-etiq( top-pb) PIC 99. 
en PROCEDURE: 
MOVE O TO S-K-etiq( top-pb ). 
pour chaque valeur du critère portant sur ID-AREA, c-a-d : pour 
i variant de 1 à nbre-val( crit-cond-n-area) : 
MOVE ( i eme valeur du critère ) TO 
S-VAL-AREAC-etiq( top-pb ). 
- pour chaque area de la clause WITHIN, c-a-d - pour j variant de 1 
à nbr-a( top-pb) : 
r S-INIT-j-etiq( top-pb ). 
SET S-I TO 1. 
ADD 1 TO S-K-etiq( top-pb ). 
- si op( crit-cond-n-area) = "=" : 
SEARCH S-VAL-AREAC-etiq( top-pb) VARYING S-I 
AT END GO TO S-INIT -j+l~etiq( top-pb) 
WHEN S-VAL-AREAC-etiq ( top-pb )( S-I ) = "nom-area( liste-a( j) ) " 
NEXT SENTENCE. 
--sinon : 
SEARCH S-VAL-AREAC-etiq( top-pb) VARYING S- I 
AT END NEXT SENTENCE 
· WHEN S-VAL-AREAC-etiq( top-pb )( S-I.) = "nom-area( liste-a(j) ) ' 
GO TO S-INIT-j+l-etiq( top-pb ). 
··- ordre FIND _ ••• FIRST •••• comme par REACH-AREA-SANS-IF 
-S-BOUCLE- ••• : comme pour REACH-AREA-SANS-IF 
- pour j = nbr~a( top-pb) + 1 : comme pour REACH-AREA-SANS-IF 
REM, le texte généré est équivalent à celui du cas précédent; l'ordre 
SEARCH qui est généré en plus sert à vérifier si une area présente dans 
la clause WITHIN est acceptable par la condition. 
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REACH-CALC. 
Ce bloc génère l'équivalent d'un ordre REACH sans VIA et avec une 
condition portant sur CALC et éventuellement sur ID-AREA. Nous ne 
faisons pas un cas particvlier de cette dernière condition car les 
ordres d'accès à générer sont identiques dans les deux cas, seule la 
liste des areas concernées peut différer. 
Un accès basé sur des CALC KEYS se sert des clauses WITHIN et AREA-ID 
pour l'identification d'une area, c'est pourquoi les valeurs possibles 
pour les _area concernées par l'ordre seront gérées par le programme; 
ceci évite de devoir générer les ordres d'accès aussi souvent qu'il 
existe d'areas possibles ( comme il a fallut le faire pour les deux 
cas précédents ). 
Il génère en W.S.S : 
- si il existe un critère portant sur ID-AREA 
01 S-VAL-AREAC-etiq( top-pb) OCCURS nbre-val( crit-cond-n-area) 
TIMES PIC X(J01. 
- un tableau destiné à contenir les noms des areas de la clause 
within: 
. 01 S-VAL-AREA-etiq( top-pb) OCCURS nbr-a( top-pb) 
TIMES PIC X(JO). 
un indice pour ce tableau 
01 S-IND-A-etiq( top-~b) pro 99. 
- pour chaque CALC KEY - : un tableau destiné à contenir les valeurs de 
la condition, c-a-d pour j variant de 1 à nbre-cond-calc : 
01 S-VAL-CALC-j-etiq( top-pb) OCCURS nbre-val( deb-cond-calc(j) ) 
TIMES. 




- des indices pour ces tableaux: 
01 S-IND-C-etiq( top-pb) OCCURS nbre-cond-calc TIMES PIC 99. 
• un élément de ce tableau ,soit S-IND-C-etiq( top-pb )( L ), 
est l'indice associé à un tableau S-VAL-CALC- ••• ,soit 
S-VAL-CALC-L-etiq( top-pb ). 
01 S-NBRE-FOIS-etiq ( top-pb )· PIC 9. 
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Il génère en procedure 
- le passage des valeurs de la condition 
- pour CALC : 
pour j variant de 1 à nbre-cond-calc : 
MOYE 1 TO S-IND-C-etiq ( . top•pb }( j ) •. 
pour i variant de 1 à nbre-val( deb-éond-calc( j ) ) : 
MOYE (ième valeur du critère portant sur la jème CALC 
KEY) TO S-VAL-CALC-j-etiq( top-pb )( i ). 
- pour ID-AREA éventuellement : 
pour j variant de 1 à nbre-val( crit-cond-n-area) 
MOVE ( j ème valeur du critère ) TO 
S-VAL-AREAC-etiq( top-pb )( j ). 
- le passage des valeurs de la clause WITHIN: 
-pour j variant de 1 à nbr-a( top-pb) 
MOVE "nom-area( liste-a( j ) )" TO S-VAL-AREA-etiq(top-pb) 
MOVE 1 TO S-IND-A-etiq(top-pb). 
- si il existe un critère portant sur ID-AREA: 
S-CON-BOUCLE-etiq(top-pb). 
SEI' S-I TO 1. 
si op( crit-cond-n-area) = "=" 
SEARCH S-VAL-AREAC-etiq( top-pb) VARYING S-I 
AT END GO TO S-NOUVEL-ITER-etiq( top-pb) 
WHEN s ·~vAL-.AREA-etiq( top-pb ) (S-IND-A-etiq( top-pb ) ) 
= S-VAL-AREAC-etiq( top-pb )( S-I) NEXT SENTENCE: 
sinon: 
SEARCH S-VAL-AREAC-etiq( top-pb) VARY I NG S-I 
AT END NEXT SENTENCE WHEN S-VAL-AREAC-etiq( top-pb )(S~I) 
= S-VAL-AREA-etiq( top-pb )( S-IND-A-etiq( top-pb) 
GO TO S-NOUVEL-ITER-etiq( top-pb ). 
- , S-PRA~BOUCLE-etiq( top-pb ). 
MOVE O TO S-NBRE-FOIS-et~q( top-pb ). 
S-BOUCLE-etiq( top-pb ). 
- pour j variant de 1 à nbre-cond-calc : 
MOVE S-VAL-CALC-j-etiq( top-pb )( S-IND-C-etiq( top-pb) ) 
TO nom-item( d-it( deb-cond-calc( j ) ) OF 
nom-rec( n-record( top-pb) ). 
- si il existe une clause AREA-ID : 
MOYE S-VAL-AREA-etiq( top-pb )( S-IND-A-etiq( top-pb) ) 
TO area-id( no-id). 
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IF S-NBRE-FOIS-etiq( top-pb) = 1 GO TO S-ITER-etiq( top-pb) 
MOVE 1 TO S-NBRE-FOIS-etiq( top-pb ). 
FIND FIRST nom-rec( n-record( top-pb) ) RECORD. 
IF ERROR-STATUS = 0326 GO TO S-NOUVEL-ITER-etiq( top-pb ). 
IF ERROR-STATUS = 0301 MOVE 0209 to S-ERROR 
GO TO S-NOUVEL-ITER-etiq( top-pb ). 
IF ERROR-STATUS = 0318 MOVE 0210 TO S-ERROR 
GO TO S-NOUVEL-ITER-etiq( top-pb ). 
IF ERROR-STATUS = 0310 MOVE 0205 TO S-ERROR 
GO TO S-FIN-etiq( top-pb ). 
GO TO S-CORPS-etiq( top-pb )~ 
S-ITER-etiq ( top-pb )_. 
FIND NEXT DUPLICATES WITHIN nom-rec( n-record( top-pb) ) 
RECORD. 
IF ERROR-STATUS = 0326 GO TO S-NOUVEL-ITER-etiq( top-pb ). 
IF ERROR-STATUS = 0301 MOVE 0209 TO S-ERROR 
GO TO S-NOUVEL-ITER-etiq( top-pb ). 
S-NOUVEL-ITER-etiq( top-pb ). 
ADD 1 TO S-IND-A-etiq( top-pb ). 
IF S-IND-A-etiq( top-pb) NOT) nbr-a( t op-pb) 
si il existe une condition portant sur ID-AREA: 
GO TO S-PRA-BOUCLE-etiq( top-pb ). 
sinon GO TO S-CON-BOUCLE-etiq( top-pb) • 
MOVE O TO S-IND-A-etiq ( top-pb ) • 
- pour j variant de 1 à nbre-cond-calc : 
ADD 1 TO S-IND-C-etiq( top-pb )( j ). 
IF S-IND-C-etiq( top-pb )( j ) NOT GT 
nbre-val( deb-cond-calc( j ) ) GO TO S-NOUVEL-ITER-etiq ( 
top-pb ) , 
si j = nbre-cond-calc : GO TO S-FIN-etiq( top-pb ). 
sinon: 




no-ds-pb ( top-pb ? -----• EXIT 
ly 
générer: . 
S-ITER-etiq( top-pb ). 
FIND nom-rec( n-record( top-vb 
USIN~ D-B-K OF etiq( top-pb ). 
,-----__.tyEe-boucle( top-pb )------, 




S-FIN-etiq( top-pb ). 
MOVE S-A TO S-A • 
.. n = n - long( top-pb ) 





L'instruction générée après l'etiquette de fin de boucle évite à la 
procédure de comporter un paragraphe éventuellement vide ( la suite 
du texte comporte les instructions suivantes du texte source). 
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GO-TO-SIMPLE. Ce bloc génère en procedure : 
l 
IF ERROR-STATUS = OJOl MOYE 0201 TO S-ERROR GO TO S-FIN-etiq( top-pb) 
IF ERROR-STATUS = OJ26 MOYE 0201 TO S-ERROR GO TO S-FIN-etiq( top-pb) 
IF ERROR-STATUS = OJ06 MOYE 0201 TO S-ERROR GO TO S-FIN-etiq( top-pb) 
GO TO S-BOUCLE-etiq( top-pb ). 
GO-TC-MULTIPLE. Ce bloc génère en procedure r 
IF ERROR-STATUS = OJOl MOVE 0209 TO S-ERROR GO TO 
{pour i variant de 2 à nbr-a( top-pb) : insérer dans le texte généré : 
S-INIT-i-etiq( top-pb ~ 
DEPENDING ON S-K-etiq( top-pb ). 
IF ERROR-STATUS = OJ06 MOVE 0211 TO S-ERROR ••• 
(même branchement conditionnel que ci-dessus~• 
IF ERROR-STATUS = OJ26 MOVE 0211 TO S-ERROR ••• 
(même branchement condmtionnel que ci-dessus>• 
GO TO 
<pour i variant de 1 à nbr-a( top-pb) 




insérer dans le texte généré 
S-INIT-i-etiq( top-pb t 
no-ds-pb t.. top-pb ? 
----~ générer : 
5 • J • 2 • 4 • EX IT • 
ly GO TO S-ITER-etiq( top~pb ). 
-n = n - long( top-pb) 
-top-pb = top-pb - 1 EXIT 
ENTER 
1 
no-ds-pb < top-pb? 
-----• générer 
-n = n - long( top-pb) 
~top-pb = top-pb - 1 




Cet ordre se présente sous la forme 
OPEN nom de sous-shéma = 
nom de shéma SHEMA. 
La génération consiste à: 
·étiq SUB-SHEMA OF 
- . amener les tables de l'analyse syntaxique en mémoire; 
- placer étiq dans etiq( 1 ): 
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- générer en procedure : INVOKE nom de sous-shéma SUB-SHEMA 
Forme 2. 
OF nom 9-e shéma SHEMA. 
ENTER 
1 
set-area = 1 ? 'f ----générer OPEN ALL-----




(pour i variant 
y 
---...... ~~génerer 
OPEN ALL FOR SET 
(pour i variant de 
1 à nbr-a( top-nb) 
inserer 
de 1 à nbr-a( top-pb ) hom-set( iste-a( i 
inserer 
nom-area( liste-a ( i) )> 
) ) > 
____ Y ___ us-mode= 00 ?----générer: USAGE MODE 
Y us-m~de = Ox? 
générer 1 • 





1--us-mode = xl? _Y~---• générer 







générer en procedure : 
IF ERROR-STATUS = 0910 
IF ERROR-STATUS = 0928 
IF ERROR-STATUS = 0929 
5 • J • 2 • 6 • CLOSE • 
Forme 1. 
Générer en procedure 
MOYE 0001 TO S-ERROR. 
MOYE 0002 TO S-ERROR. 
MOYE OOOJ TO S-ERROR. 
S-FIN-.etiq ( 1 ) • 
CLOSE ALL. 
Forme 2. ENTER 
1 






2 ? '{ 
(pour i variant de 
1 à nbr-a( top-pb) : 
inserer 
générer: 
CLOSE ALL FOR SET 
<pour i variant de 
1 à nbr-a( top-pb) 
inserer 
nom-set( liste-a( i 
nom-area( liste-a( i) ) ' 
générer : • 
générer: 
IF ERROR-STATUS = 0101 MOYE 0101 
TO S-ERROR. 
_.,.. 
Cet ordre prend la forme : 
(fü SAVE <_riom etiquette > TO (var. travail) • 
L'ordre gé néré es t i 
MOYE D-B- K OF < nom etiquette > TO <.var. travail) • 
) ) >. 
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Chapitre six : Synthèse et conclusions. 
Les langages que nous avons décrit dans ce travail ont pour objectif 
de simplifier le travail de l'utilisateur. 
Cette simplification est dûe d'une part à l'occultation de certains 
mécanismes délicats tels que le LOCATION MODE, la SET OCCURENCE 
SELECTION et les CURRENTS et d'autre part à l'uniformisation 
d'autres concepts regroupés sous les notions d'IDENTIFIER, d'ACCESS 
KEY et d'ID-AREA. 
Le modèle CODASYL ainsi simplifié permet l'exploitation aisée d'une 
base de données et la notion de structure de bloc introduite dans 
le DML' entraîne l'écriture de programmes clairs et bien structurés. 
Ces facilités risquent parfois d'aller à l'encontre d'un autre 
critère non moins important : l'efficacité à l'exploitation : 
- les opérations générées par le compilateur DML' sont 
dans certains cas redondantes et volumineuses, 
exemple : la gestion des currents et la prise en charge 
de la SOS; 
certaines facilités offertes par le système CODASYL ne 
sont pas pleinement exploitées, ce sont notamment les 
possibilités offertes par le LOCATION MODE DIRECT ( qui 
permet une optimisation physique en rangeant un record à 
un endroit voulu) et la SET OCCURENCE SELECTION. 
Ces inconvénients ne sont toutefois pas évidents car ces mécanismes, 
offrant des avantages certains, n'en sont pas moins complexes et 
exigept une connaissance parfaite de leur utilisation; leur prise 
en charge automatique par le compilateur DML' évite de nombreux 
risques d'erreurs au programmeur non averti. 
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A partir de ce travail, de nombreux prolongements sont possibles. 
L'implémentation réalisée limite les applications aux programmes 
de consultation et une première extension consiste à permettre 
éga~ement des applications de mise à jour. 
D'autre part il serait avantageux d'optimiser le compilateur: aucun 
cas particulier n'a été envisagé et certains d'_entre eux permettent des 
simplifications interessantes à la génération. Ces simplifications ne 
doivent toutefois être envisagées que dans la mesur e où elle n'alour-
dissent pas le compilateur. 
Il serait également interessant de confronter les nouveaux langages 
avec différents utilisateurs afin de tester les avantages des options 
prises pour la définitions de . certains ordres, exemple : les ordres 
OPEN et CLOSE d'areas. Ceci permettrait également de définir précisement 
les utilisateurs concernés et d 9 apporter des modifications éventuelles 
afin de mieux répondre à leurs besoins. 
Enfin, nous croyons que ce travail peut rapidement être réalisé pour 
d'autres SGBD de type CODASYL: les langages étant définis sur base 
des normes CODASYL, la transposition dans un système existant doit 
être aisée. 
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