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INTRODUCTION
It is well documented that the time and cost for developing major cyber-electro-mechanical systems in the defense and aerospace industries has been increasing sharply in recent decades. Examples of large scale programs that have come in significantly over schedule and cost are listed in Table 1 . A recent report by the National Research Council (NRC) analyzed a set of about 80 Earth and Space observing missions and found that on average they were YY% overbudget and late.
There is increasing evidence to suggest that this trend is mainly due to a collective inability to predict and manage the impact of product complexity on the design process. Interestingly other industries such as semiconductors and to some extent the automotive industry have been able to maintain shorter development cycles, despite increasing complexity. One of the major reasons in addition to increasing competition is the continued investment in abstraction-layer based design.
The META program's goal is to develop and mature such a process for complex cyber-electro-mechnaical systems such as aircraft, ships, ground vehicles etc… This paper therefore starts from the following premise and asks the following questions:
--The main goal of META is to achieve a 5x improvement in product development speed over current practice --Current practice is based on a sequential stage-gate approach with requirements definition, (little) architecture exploration, specification design, verification and validation (4). To answer these questions the paper is structured as follows. In the next section we develop a System Dynamics (SD) model that attempts to capture the dynamics of current practice (linear, waterfall-type) projects as well as METAenabled projects. Next the model is exercised for a hypothetical program that seeks to develop a complex cyber-electromechanical system that satisfies a set of 3,000 requirements. Next we conduct a sensitivity analysis to find which META factors are most influential for speedup. This is followed by an application of the META System Dynamics model to the development of the Boeing 777 Electrical Power System (EPS) to observe what kind of speedup META might have been able to achieve in that program. We conclude by summarizing our findings and recommendations for future work.
SPEEDUP RATIONALE
We illustrate the main process differences between traditional design, as exemplified by the conventional product development process flow in MIL-STD-499, and META in Fig.1 . The total design time for a conventional program, T C , is:
( 1) and is comprised of requirements definition (T 1 ), concept design (T 2 ), preliminary design, detailed design and system integration (T 3 ) and system validation (T 4 ). Note that the time required for manufacturing post the prototype stage and initial deployment is not accounted for here and is assumed to be similar for Conventional and META design. The vision for META is that the following relationships will hold true:
Whereby the speedup factor (sf) of 5 is achieved with equal or superior results in terms of system performance and requirements satisfaction. serves mainly the purpose of confirmation, rather than problem discovery Table 2 gives an example for representative times in Eq. (1) and Eq. (2) such that the inequality in Eq. (3) is satisfied: Thus, the main time-savings are expected in the area of preliminary and detailed design and especially in system integration. The next section develops a System Dynamics Model to quantify and simulate both the conventional and the META Design Process.
META SYSTEM DYNAMICS MODEL
System Dynamics is a well established modeling technique for capturing the non-linearities and evolution of complex systems over time (5). Key elements of a system dynamics models are causal loops between variables describing the system as well as the notion of stocks and flows which are influenced by reinforcing and balancing loops. 
--
Requirements elicitation leads to defined requirements --Concept exploration leads to explored architectures --Design and integration lead to completed system specifications --Verification activities lead to tests performed --Validation activities lead to validated requirements As discussed earlier, in an ideal world, all activities would proceed from start to finish and a certificate of completeness could be issued once all the defined requirements had been validated. In reality design changes are generated throughout the development effort due to exogenous requirements changes (not modeled here), discovery of errors and oversights etc (6). Thus an important additional flow that is included in the model is the generation and resolution of engineering changes as well as the accumulation of Non-recurring engineering (NRE) costs during the project:
--Change generation creates pending engineering changes for subsequent implementation or disposition. The model contains mechanisms for basic Change Management as describe in (6). Note that some changes simply lead to redesign, while other changes may also impact the original requirements set. The ability to generate changes in the model is set via the binary "Change Flag". --System engineers, designers and testers working on the program leads to a spending rate which accumulates to the total Non-Recurring Engineering (NRE) cost. Beyond these two features, the other items shown in red in Figure 2 highlight features of the model that were introduced in order to enable the characteristics of the META design process in the process model. These are as follows:
--META Flag (on/off): a binary flag that allows to turn on or off the mechanisms of the META design approach. If the flag is set to zero, the model simulates a traditional waterfall design process according to MIL-STD-499 --Levels of Abstraction: rather than waiting until all requirements have been completely defined, in META conceptual exploration can begin once all requirements at that level of abstraction (1,2…N) have been defined. The number of layers of abstraction is defined by the parameter designated as "cognitive bandwidth" (7) and the total number of requirements that must be satisfied. --A measure of Structural Complexity is introduced to capture the impact of system complexity on productivity (the more complex the less productive the workforce will be) and change generation (more complexity yields more changes). Exploring more architectures is beneficial in reducing structural complexity and finding simpler designs that will satisfy the same set of requirements. This initial version of the model was presented to the META performer community between May and July 2011 and as a result of the feedback received it was decided to implement a set of changes to the initial META process model. These changes are shown in Figure 3 in green and are summarized as follows:
--Schedule Pressure is a way that projects can be accelerated with or without availability of a META design process and tool-chain. Management exerts schedule pressure through typical actions such as overtime, hiring extra people, checking more often on progress etc… We assume that schedule pressure acts as a multiplicative speedup factor with respect to the rate at which work is being done in the various project phases (e.g. design and integration, testing etc..). There is a price to pay for speedup which is typically a higher burn rate ($/month) as well as some inefficiencies (e.g. extra redundant requirements) --Novelty is an important concept as described by Carlile (8). Depending on how new a system design challenge/project is for a particular organization and design team there will be more or less novelty. We calculate novelty as 1 minus the existing (C2M2L) model library coverage. If the coverage is 100% then all components that are needed can simply be pulled from the library and we assume there is no novelty. If library coverage is 50%, then novelty is also 50% meaning that half of the components and related interactions have to be designed from scratch and are therefore new. A high degree of novelty affects a project in two ways. First it decreases productivity because the team is not as efficient and has to learn. Second the more novelty, the more chance for errors and discovery of unexpected (emergent) behavior. This novelty increases the change generation rate. --The third new feature of the model is the (C2M2L) Model Library Integrity. For example if integrity is set to 80% it means that 20% of the components that are stored in the library have some error or bug in them which has to subsequently be repaired and corrected. This impacts the change generation and implementation rate of the project.
The revised and final model is shown in Figure 3 . This model is used in the subsequent section to analyze the impact of META on a design project which has to satisfy 3,000 design requirements. Figure 4 shows the results from running the model for three distinct cases: a)
PROJECT SIMULATION RESULTS
Green: An idealistic conventional project (with no change generation allowed) according to MIL-STD-499 b)
Red: A realistic conventional project with change generation and change "ripples" occurring as in the projects described by the NRC and GAO reports c)
Blue: A project with META design mechanisms enabled . This comparison of an idealistically planned project (green) where no changes or error are assumed versus a realistic project with changes ("turn-backs") shown in red versus a META enabled project in blue. This project assumes a baseline of 3,000 individual requirements that have to be satisfied. The following assumptions were made: The results in Figure 4 show a dramatic improvement for project completion schedule with a demonstrated speedup factor of 4.4 (70 months versus about 16 months). Here the schedule pressure was set to 1.5 and in META we use 3 layers of abstraction, 50% novelty and a library integrity of 80% and 70% of problems are caught early.
The simulation of Non-Recurring Engineering Effort ($) shows that the improvement relative to the realistic project with changes is only 1.5 . This is because work is done at a higher rate and more people are needed, despite the automation provided by META. It is also important to note that the META project is more expensive than the idealistically planned project where no changes (turn-backs or iterations) are accounted for. Thus META's main strengths is speeding up the design process, not saving development money. Another important finding is that these benefits appear to be achievable by META, despite the fact that the tool-chain and META process is not perfect. I.e. the model library coverage of 50% with 80% integrity and ability to detect problems early (70%) were sufficient to generate the 4.4 speedup factor observed in Figure 4 . This raises the question of how sensitive the speedup factor is to the META model assumptions.
SENSITIVITY ANALYSIS
We took the baseline model (assumed baseline numbers are shown in Fig. 5 on the left in bold) and varied each of the 7 META factors up (+) and down (-). For each one-at-a-time perturbation of each factor we simulated the project and recorded the impact on project schedule and cost. Recall that the baseline META project took 15.75 months (Fig. 4 ) to complete at a NRE $ cost of $31.5 million, while the traditional project (w/o) META took 70 months to complete at and NRE cost of $51.9 million.
The sensitivity results are normalized and shown in Fig. 5 , so for example a value of -40% means that if the factor is increased by 100% (doubled) then the impact on cost or schedule will be a 40% reduction. First we notice that most sensitivities are negative. Increasing the number of layers of abstraction from 2 to 3 leads to a significant reduction in schedule, as does applying schedule pressure. Also increasing model library coverage and fractions of problems caught early by the META tool-chain leads to speed-up. Increasing the architecture exploration rate and maximum number of architectures that can be carried does not lead to a speedup (but improvement of technical performance and slight budget reduction).
This sensitivity analysis leads to the following conclusions:
--Working in layers of abstraction is extremely important for speedup. There seems to be a sweet-spot around 3 layers of abstraction (for a system with about 1,500-3,000 requirements) , adding more layers does not yield much more benefit.
--The C2M2L model library is very important for both schedule and cost. The completeness of the library ("coverage") seems to be a more important factor than ensuring that it is completely error free. In other words for META it appears to be better to have a near complete library even if it has bugs in it. We suspect that the reasons that model library errors are not that important is because the rest of the META tool-chain is able to find and resolve such errors quickly.
--The ability of the META tool-chain to catch emergent problems early is very important, especially for the NRE budget. The reason is that problems that are caught during virtual V&V can be discovered quickly, but they do cost effort for their resolution.
Traditional Schedule Pressure by management does also lead to a speedup in META, but it has limits. 
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