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Abstract 
The MAS-T
2
er Lab framework is a traffic and transportation research platform conceived 
and currently in the development stage at NIAD&R. The objective of this framework is to 
study, test and develop different intelligent transport technologies, using advanced distributed 
artificial intelligence techniques and considering the existing industry standards.  
The objective of this work is to contribute to the conceptualization and implementation of 
the MAS-T
2
er Lab framework for integrated traffic and transport analysis where integration 
of different perspectives is achieved by the cooperation of different specialists, both in real 
and simulated environments. The core of the virtual domain sub-system of the MAS-T
2
er Lab 
framework is conceptualized and its high level architecture is described.  
A prototype that implements some of the main features for the core of the virtual-domain 
sub-system has been conceptualised and also implemented. 
Results of first evaluations and tests are discussed, which demonstrate the potentials of 
this work. Further developments, as well as proposals for future work are also identified. 
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Resumo 
A plataforma MAS-T
2
er Lab é uma aplicação de investigação de transito e transporte já 
concebida e correntemente em fase de desenvolvimento no NIAD&R.  O objectivo desta 
aplicação passa pelo estudo, testes e desenvolvimento de diferentes tecnologias inteligentes de 
transportes, utilizando técnicas avançadas de inteligência artificial distribuída tomando em 
consideração os padrões existentes na indústria. 
Este trabalho tem como objectivo contribuir para a conceptualização e implementação da 
plataforma MAS-T
2
er Lab que fornece uma análise integrada de tráfego onde a combinação 
de diferentes perspectivas é conseguida pela cooperação de diferentes especialistas, tanto em 
ambientes reais como simulados. Neste trabalho, o núcleo do subsistema da plataforma 
denominado Domínio Virtual, é conceptualizado e discutido e a sua arquitectura de alto nível 
é definida. 
Um protótipo funcional que implementa algumas das principais funcionalidades nucleares 
do subsistema do Domínio Virtual foi conceptualizado e desenvolvido. 
São discutidos neste trabalho os resultados dos primeiros testes e avaliações, que tentam 
demonstrar as futuras potencialidades deste trabalho. Desenvolvimentos futuros, tais como 
propostas para trabalhos futuros são também identificados. 
  
  
IV 
 
  
  
V 
 
 
Acknowledgements 
I gratefully acknowledge the financial support from the Department of Electrical and 
Computer Engineering, Faculty of Engineering, University of Porto, in the form of a 
scholarship throughout the completion of this dissertation. 
I would like to thank my supervisor Professor Rosaldo Rossetti for all the advices given 
and for the effort of reading and reviewing this dissertation. Big thanks to all my colleagues 
and professors that made me acquire the necessary experience and knowledge to complete this 
work. 
I would also like to give thanks to my friend Edgar Esteves for all the help and motivation 
he gave me during the realization of this work. Also thanks to my friend Pedro Campos for 
helping me stay awake during all the long nights of work. 
Of course I would also want to give a big thanks to all the people that I didn’t mention but 
that also supported and motivated me during this work. 
My apologies to English readers but the next sentences will be written in Portuguese since 
some of the people they are intended to do not understand much of English. 
―A todos vocês que eu considero verdadeiros amigos um muito obrigado por todos os 
bons momentos passados, que me fizeram aliviar a mente em alturas de maior pressão. Um 
agradecimento especial a ti té por toda a paciência que tiveste em me aturar nas alturas de 
maior cansaço e pressão. Para ti envio-te um enorme beijo de agradecimento.‖ 
  
VI 
 
 
 
VII 
Contents 
1 Introduction ........................................................................................................................ 1 
1.1 Objectives ............................................................................................................. 2 
1.2 Organization of the Dissertation ........................................................................... 3 
2 Traffic Simulation .............................................................................................................. 5 
2.1 Introduction .......................................................................................................... 5 
2.2 Classification of Simulation Models .................................................................... 6 
2.3 Modelling Driver Behaviour ................................................................................ 8 
2.3.1 Car Following Model ........................................................................................ 8 
2.3.2 Lane Changing Model ...................................................................................... 9 
2.3.3 Route Choice Model ......................................................................................... 9 
2.4 Multi-Agent Systems applied to Transportation ................................................ 10 
2.4.1 Agents and Simulation .................................................................................... 10 
2.4.2 Agents and Traffic Simulation ........................................................................ 11 
2.5 Existing Traffic Simulators ................................................................................ 12 
2.6 Summary ............................................................................................................. 14 
3 Solution Design ................................................................................................................ 17 
3.1 The MAS-T2er Lab Framework ......................................................................... 17 
3.1.1 Real World Domain Sub-System .................................................................... 19 
3.1.2 Control Strategies and Management Policies Inductor Sub-System .............. 19 
3.1.3 Virtual Domain Sub-System ........................................................................... 20 
3.2 Simulation Engine Overview.............................................................................. 21 
3.3 The Simulation Engine Controller Application .................................................. 22 
3.3.1 Physical Architecture ...................................................................................... 22 
Specification and Implementation of an Artificial Transport System Contents 
 
VIII 
 
3.3.2 Control Zones of the Network Data Manager ................................................ 25 
3.3.3 Network Model ............................................................................................... 28 
3.4 Mediator ............................................................................................................. 29 
3.4.1 Physical Architecture ...................................................................................... 30 
3.4.2 Interaction Mechanism ................................................................................... 31 
3.5 Moveable Agents ................................................................................................ 34 
3.5.1 Physical Architecture ...................................................................................... 34 
3.5.2 Moveable Agent Deployment ......................................................................... 35 
3.6 Summary ............................................................................................................. 36 
4 Prototype Development .................................................................................................... 37 
4.1 Simulator General Overview .............................................................................. 37 
4.1.1 Network Data Model ...................................................................................... 39 
4.1.2 The Dynamics Execution Cycle...................................................................... 43 
4.1.3 Trip Assignment ............................................................................................. 45 
4.2 Network Loading ................................................................................................ 46 
4.3 The Drivers ......................................................................................................... 48 
4.3.1 The Car-Following Model .............................................................................. 52 
4.3.2 The Lane-Changing Model ............................................................................. 54 
4.4 Prioritised Intersections ...................................................................................... 55 
4.5 Traffic Light Intersections .................................................................................. 58 
4.5.1 Data Structures ................................................................................................ 58 
4.5.2 Traffic Light XML File ................................................................................... 64 
4.5.3 Communication Protocol ................................................................................ 66 
4.6 Traffic Light Management Application .............................................................. 70 
4.6.1 The Jade Platform ........................................................................................... 70 
4.6.2 Agent Architecture and Data Model ............................................................... 71 
4.6.3 Execution Details ............................................................................................ 74 
4.7 Summary ............................................................................................................. 81 
5 Simulation Results ............................................................................................................ 83 
Specification and Implementation of an Artificial Transport System Contents 
 
IX 
 
5.1 Test Scenario Definition ..................................................................................... 83 
5.2 Low Traffic Scenario .......................................................................................... 87 
5.3 Medium Traffic Scenario.................................................................................... 90 
5.4 High Traffic Scenario ......................................................................................... 92 
5.5 Summary ............................................................................................................. 94 
6 Conclusions ...................................................................................................................... 97 
6.1 Main Observations .............................................................................................. 97 
6.2 Further Developments ........................................................................................ 98 
6.3 Future Perspectives ............................................................................................. 99 
7 References ...................................................................................................................... 101 
Appendix A ....................................................................................................................... 105 
XML Files Example of a Network Representation .......................................................... 105 
 
  
Specification and Implementation of an Artificial Transport System Contents 
 
X 
 
 
 XI 
 
List of Figures 
Figure 2.1 Agent-Directed Simulation (source: [20]) ........................................................................... 11 
Figure 3.1 The MAS-T
2
er Lab. Framework (source [43]) .................................................................... 18 
Figure 3.2 Simulation Engine High Level Architecture ........................................................................ 21 
Figure 3.3 Simulator Engine Controller Physical Architecture............................................................. 23 
Figure 3.4 Example of a network divided into Control Zones .............................................................. 26 
Figure 3.5 Control Zone resize example ............................................................................................... 27 
Figure 3.6 Network Data Model ........................................................................................................... 28 
Figure 3.7 Mediator Application High Level Architecture ................................................................... 30 
Figure 3.8 Sequence Diagram describing interactions between the mediator and agents ..................... 32 
Figure 3.9 Network Scenario exemplifying driver agents foci ............................................................. 33 
Figure 3.10 Moveable Agent Generic Architecture .............................................................................. 34 
Figure 3.11 Moveable Agent Deployment mechanism ......................................................................... 36 
Figure 4.1 Simulator Architecture Overview ........................................................................................ 38 
Figure 4.2 Class Diagram of the Network Data Model ......................................................................... 40 
Figure 4.3 Example of a network exemplifying the data model ........................................................... 41 
Figure 4.4 Car movement is calculated only in the horizontal axis ...................................................... 42 
Figure 4.5 Simulation Step State diagram ............................................................................................. 45 
Figure 4.6 Network Graphical Editor (left) and the Simulator application (right)................................ 48 
Figure 4.7 Simple Network illustrating the vehicle structure organization in a road segment with just 
one lane ......................................................................................................................................... 49 
Figure 4.8 Simple Network illustrating the vehicle structure organization in a road segment with 
several lanes with the same direction ........................................................................................... 50 
Figure 4.9 Example of an intersection .................................................................................................. 56 
Figure 4.10 Class Diagram illustrating the most important classes for Traffic Light Intersections ...... 58 
Figure 4.11 Traffic light intersection example ...................................................................................... 59 
Figure 4.12 State Diagram describing the execution cycle of an intersection traffic lights using TLP1 
approach ....................................................................................................................................... 60 
Figure 4.13 State Diagram describing the execution cycle of an intersection traffic lights using TLP2 
approach ....................................................................................................................................... 62 
Figure 4.14 Double Key Hash Table containing reference to traffic lights .......................................... 64 
Figure 4.15 Simulation message string format ...................................................................................... 67 
Specification and Implementation of an Artificial Transport System List of Figures 
 
XII 
 
Figure 4.16 Traffic Light unregister intersection list request protocol ................................................. 68 
Figure 4.17 Simulator unregister intersection list response format ....................................................... 68 
Figure 4.18 Register Traffic Light request format ................................................................................ 68 
Figure 4.19 Simulator Register Traffic Light Responses Format ......................................................... 69 
Figure 4.20 Traffic Light Update Message Format ............................................................................... 70 
Figure 4.21 Sensor Information Update message Format ..................................................................... 70 
Figure 4.22 Agent Platform overview ................................................................................................... 72 
Figure 4.23 Semaphore Agent Architecture .......................................................................................... 73 
Figure 4.24 Connection Configurations GUI Dialog ............................................................................ 74 
Figure 4.25 Sequence Diagram of TLMA agent start up ...................................................................... 75 
Figure 4.26 Example of a weighted graph based on the phases presented in Table 8 .......................... 77 
Figure 4.27 Table 9 Plan 2 execution cycle .......................................................................................... 78 
Figure 4.28 Example of the tree used to calculate the minimal number of possible phases ................. 79 
Figure 5.1 Network used in the test scenarios ....................................................................................... 84 
Figure 5.2: Number of approaching vehicles of intersection 1 (first simulation of the first scenario) . 88 
Figure 5.3: Number of approaching vehicles of intersection 1 (second simulation of the first scenario)
 ...................................................................................................................................................... 88 
Figure 5.4 Number of approaching vehicles of intersection 1 (third simulation of the first scenario) . 88 
Figure 5.5 Number of approaching vehicles of intersection 1 (forth simulation of the first scenario) . 89 
Figure 5.6  Number of approaching vehicles of intersection 1 (first simulation of the second scenario)
 ...................................................................................................................................................... 90 
Figure 5.7  Number of approaching vehicles of intersection 1 (second simulation of the second 
scenario) ....................................................................................................................................... 90 
Figure 5.8  Number of approaching vehicles of intersection 1 (third simulation of the second scenario)
 ...................................................................................................................................................... 90 
Figure 5.9 Number of approaching vehicles of intersection 1 (forth simulation of the second scenario)
 ...................................................................................................................................................... 91 
Figure 5.10 Medium traffic scenario forth simulation average journey times in each of the roads 
connected to intersection 1 ........................................................................................................... 92 
Figure 5.11 Number of approaching vehicles of intersection 1 (first simulation of the third scenario) 93 
Figure 5.12 Number of approaching vehicles of intersection 1 (second simulation of the third scenario)
 ...................................................................................................................................................... 93 
Figure 5.13 Number of approaching vehicles of intersection 1 (third simulation of the third scenario)
 ...................................................................................................................................................... 93 
Figure 5.14 Number of approaching vehicles of intersection 1 (forth simulation of the third scenario)
 ...................................................................................................................................................... 93 
Figure 5.15 A running simulation 3D visualization .............................................................................. 95 
Figure 5.16 Traffic Controller Agent Graphical Interface .................................................................... 95 
Figure 5.17 Simulation Statistics’ Dialog ............................................................................................. 95 
 
 
 XIII 
 
List of Tables 
Table 2.1 Summary of the comparison of previous traffic simulation models (adapted from [32]) ..... 13 
Table 2.2 Simulator Comparison Summary .......................................................................................... 15 
Table 3.1 Mediator name, capacity and zone assignment in the example network of Figure 3.4 ......... 26 
Table 4.1 Example of the path set of intersection 0 (see Figure 4.3) .................................................... 46 
Table 4.2 Driver Parameters for the IDM model in the current developed simulator ........................... 53 
Table 4.3 Driver Parameters for the MOBILE model in the current developed simulator ................... 55 
Table 4.4 Conflicting directions calculation for the example of Figure 4.9 .......................................... 57 
Table 4.5 Example of a Traffic Light Plan for TLPA1 ......................................................................... 59 
Table 4.6 Example of a traffic light plan for TLPA2 ............................................................................ 61 
Table 4.7 Calculated phases of the intersection of Figure 4.11 ............................................................ 76 
Table 4.8 Agent suggestions as possible traffic light plans to control the intersection of Figure 4.11 . 77 
Table 4.9 Agent traffic light suggestion to the user for example of Figure 4.11 .................................. 79 
Table 4.10 An Example of user time assignment .................................................................................. 80 
Table 5.1 Traffic Light Configurations ................................................................................................. 83 
Table 5.2 Plan Phase Configuration ...................................................................................................... 85 
Table 5.3 Car-Following and Lane-Changing parameters used in the simulations............................... 86 
Table 5.4 Car drivers and Truck driver’s traffic flow percentage in each source intersection node ..... 86 
Table 5.5 Trip Assignment Configuration Values ................................................................................ 87 
Table 5.6 Phase Time Values of the created Control Plans .................................................................. 87 
Table 5.7 Vehicles average journey time in roads connected to intersection 1 (Scenario 1) ................ 89 
Table 5.8 Vehicles average journey time in the roads connected to intersection 1 (Scenario 2) .......... 91 
Table 5.9 Vehicles average journey time in the roads connected to intersection 1 (Scenario 3) .......... 94 
 
  
Specification and Implementation of an Artificial Transport System List of Tables 
 
XIV 
 
 
 XV 
 
Abbreviations 
API Application Programming Language 
FUT Future Urban Transport 
GUI Graphical User Interface 
IDM Intelligent Driver Model 
ITS Intelligent Transport System 
MA Moveable Agent 
MAS Multi-Agent System 
MAST
2
er Lab. Laboratory for Multi-Agent base traffic and 
Transportation engineering research 
MOBILE Minimizing Overall Braking deceleration 
Induced by Lane changes 
NDM Network Data Manager 
RS Road Segment 
SA Semaphore Agent 
SEC Simulator Engine Controller 
TLI Traffic Light Intersection 
TLMA Traffic Light Manager Application 
TLPA Traffic Light Plan Approach 
UDP User Datagram Protocol 
UML Universal Modelling Language 
XML Extreme Modelling Language 
  
Specification and Implementation of an Artificial Transport System Abbreviations 
 
XVI 
 
 
 
 1 
 
Chapter 1 
1 Introduction 
The main motivation of this work starts by the observation of the current state of traffic 
systems in highly dense urban networks, which leads to the conclusion that such 
infrastructures are no longer able to support the constantly growing traffic volume. This 
inevitably implies considerable economic, social, and environmental losses that must be 
minimized somehow. To complicate this problem even more, traffic volumes have a naturally 
uncertain behaviour that seriously impacts any model trying to predict it.  
Transportation issues, in all levels, have challenged both scientific communities and 
society alike, especially due to the great relevance and imperative role these systems play in 
today’s global economy. Assessing its efficiency and evaluating its performance is of 
paramount importance to the deployment of effective transportation solutions. Current 
discussions on future urban transport (FUT) systems bring the user to a central spot and strive 
to address many issues concerning mobility and the quality of life in highly populated areas. 
These issues are related to the qualitative assessment by users with different perceptual 
abilities. 
Thus, technology alone cannot be considered a lasting solution, but its development 
should account for issues such as sustainability, privacy, equity, safety, accessibility, 
preservation of the environment, comfort, and so on. This suggests a number of new 
performance measures that need to be accounted for and assessed through powerful and 
expressive tools. In this way, much work has been carried out either to adapt traditional 
approaches or to develop new-generation traffic and transport network models to meet FUT 
requirements, in which an explicit representation of interactions between demand and supply 
should be supported. 
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Therefore the main motivation of this work is to contribute to the conceptualization and 
implementation of a framework for integrated traffic and transport analysis where integration 
of different perspectives is achieved by the cooperation of different specialists, both in real 
and simulated environments. This framework is called the MAS-T
2
er Lab. platform (a 
Laboratory for MAS-based Traffic and Transportation engineering research) and the objective 
of this work is to support the core of one of its sub-systems, namely the virtual domain. 
1.1 Objectives 
The main objective of this work is the description and design of a simulation environment 
that is able to support the representation of an artificial transport system. The objective of the 
artificial transport system is to provide a simulation engine where it is possible to experiment 
and test innovative aspects of intelligent transport systems in metropolitan areas. 
The concept of artificial transport systems is based on the definition of artificial societies 
formed by heterogeneous agents that have specific goals either individual or collective, and 
the necessary abilities to achieve them. 
The simulation environment definition should support the core of the virtual domain 
subsystem of the MAS-T
2
er Lab Framework and should support the following characteristics: 
 allow the definition of different agent architectures that represent, in the virtual 
domain, the real world entities (drivers, traffic light controllers); 
 support different models for dynamic world representation 
 integrate a mechanism to support different network data models including the ones 
that contain geo-referenced information, as well as to support its own space-time 
characteristics; 
 integrate a dynamic and parameterised data model that is able to support different 
levels of simulation attribute and entities characteristics; 
 offer tools of network and entities definition/edition as well as other tools that can 
offer help in the own agent-based simulation process. 
One recurrent objective of this work is to have a working prototype that implements some 
of the main characteristics of the conceptualised design. The main features for the 
prototype are conceptualised as follows: 
 a data model supporting the simulation environment; 
 an editing tool for the network and other system entities; 
 simulation of simplified networks that should contain: 
 intersections controlled by traffic light agents; 
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 unmanaged intersections; 
 network links with multiple lanes; 
 Two-way network links. 
1.2 Organization of the Dissertation 
This report is structured as follows: 
 Chapter 2 examines the traffic simulation domain and introduces the main 
concepts. It also introduces some of the existing simulators and presents some 
comparisons between them. 
 Chapter 3 looks in detail at the proposed solution design and conceptualises its 
high level architecture. Some of the main features of the specification are also 
described. 
 Chapter 4 describes in depth the developed prototype. It starts by giving an 
overview of the implementation and its features and goes to lower levels of detail 
by describing the implementation of the main algorithms. 
 Chapter 5 describes some experimental results obtained in the simulation of a 
simple example network. 
 Chapter 6 presents the conclusions, suggest further developments and presents the 
future perspectives.  
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Chapter 2 
2 Traffic Simulation 
2.1 Introduction 
The issues concerning traffic and transportation in urban scenarios are so evident that 
regular users have already realized that most infrastructures are working near their saturation 
condition mostly due to the more than ever increasing demand. This inevitably implies 
considerable economic, social, and environmental losses that must be minimized somehow. 
Some attempts to cope with the real limitation of road capacity have been put into practice, 
such as physical modifications to the infrastructure and the improvement of control systems. 
The former is no longer the best alternative to tackle such a problem. Besides the high cost of 
implementation, it causes disruptions and damages the environment. In the latter situation, 
some good advances and successful experiences have contributed to the reduction of 
problems related to traffic jams. Despite the relatively good improvements they are able to 
produce, they can neither be considered a lasting solution. Therefore, current research still 
seeks alternative means to cope with the traffic and transportation domains. 
Using simulation is imperative in planning and realising the correct relation between the 
parameters of the domain. However, most analyses are carried out on an individual basis as an 
attempt to reduce the number of variables observed and to simplify the process of finding out 
their correlations. This brings about the issue of how the different standpoints from which the 
domain is viewed could be coupled in the same model and simulation environment in order to 
allow for wider analysis perspectives [1] [2] [3]. This is not a recent concern, though. The 
basic general framework for a full transportation theory identifies two different concepts, 
borrowed from Economics, which encompass all aspects related to demand formulation and 
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supply dynamics within the framework, including multi-modal selection and activities 
planning [4].  
Arguably, realistic models are the first instrument to allow the integration of different 
analysis perspectives in virtually any application domain. However, modelling is not an easy 
task and abstraction is often necessary in order to make thinks feasible. The autonomous agent 
metaphor has been increasingly used in this way and offers a great deal of abstraction while 
important cognitive and behavioural characteristics of the system entities are preserved. Also, 
advances in engineering environments for multi-agent systems have fostered the idea of 
overall system behaviour that emerges from the interaction of microscopically modelled 
entities. 
This chapter will review how a simulation model can be characterised and describes the 
different types of traffic simulation models. It will also review the traditional traffic 
simulation models types to generate driver’s behaviour. Then it will introduce how multi-
agent systems can be applied in the traffic simulation domain. Finally it will summarize a 
study made by the University of Alabama at Birmingham where a deep evaluation of three 
existing microscopic traffic simulators, the SimTraffic, the CORSIM and AIMSUM, is made. 
2.2 Classification of Simulation Models 
A simulation model usually describes a dynamical system. A simulation model can be 
characterized as continuous or discrete. The discrete simulations represent the reality by 
calculating the actions or activities produced by its entities that alter the environment state 
after some regular time interval or event has passed. On the other hand continuous simulations 
represent the reality by calculating the result of an equation that represents the state of the 
environment at any given point of the simulation [5]. 
 A simulation can also be characterised as either Stochastic or Deterministic. The 
stochastic simulation models can be defined as having processes that include probabilistic 
functions. This means that a current simulation state does not fully determine its next state, 
meaning that two simulations that have exactly the same input parameters, as well as the same 
calibration will output different results. This makes this kind of models very unpredictable. 
The deterministic simulation models on the other hand are very predictable. They have no 
random variables meaning that a simulation state complete defines the next state. They can be 
used when the expected simulation results are expected to be reproduced. [5] 
As for traffic simulation models, there are three distinct types when classifying them in 
terms of level of detail. They can be classified as microscopic, mesoscopic and macroscopic. 
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The microscopic models can discreetly or continuously predict the state of individual 
entities belonging to the domain. These models’ measures are speed and location of individual 
entities. On the other hand the macroscopic models aggregate the description of traffic flow 
and their measures of effectiveness are average speed, flow and density. Mesoscopic models 
aggregate aspects of both macroscopic and microscopic approaches. [6] 
Macroscopic simulators are based on mathematical models that describe the vehicles flow 
in a network. They treat every vehicle as a whole and they are often derived from fluid 
dynamics. More advanced macroscopic models may discriminate between types of vehicles 
but even those treat all vehicles equally as the same vehicle type. [7] 
The microscopic simulators basically describe the individual movement of vehicles that 
respond to the dynamic changes in the environment they are situated in. The dynamic changes 
can be generated by traffic control devices, pedestrian activity, performance of other vehicles, 
transit operations and drivers’ behavioural characteristics. They collect statistics over specific 
time intervals of several traffic performance measures (for instance, average speed of 
vehicles, traffic volume, traffic density, delay, stops, spillback in intersections, queuing, 
pollution measures, average fuel consumption and turn movements) on each network link. [8] 
The mesoscopic simulators describe the entities in higher level of detail, but describe their 
interactions and behaviours in a lower level of detail. There are a variety of forms that can be 
applied to this kind of simulators. One of these forms groups vehicles into packets that act as 
one single entity and its speed is calculated for each link based on a speed-density function. 
Another approach is that of individual vehicles that are grouped into cells that manage their 
behaviours. The cell is responsible for determining the speed of individual vehicles. Other 
approaches model the roadway as a queue. Vehicles are represented individually and they 
maintain their individual speed but their behaviour is not modelled in detail. The speed of 
vehicles that go through the roadway is calculated using a macroscopic speed-density function 
and vehicles are transferred from one roadway to another by a queue-server.[9] 
The advantages of the microscopic model when compared to the macroscopic and 
mesoscopic counterparts rely on their ability to provide much more reliable and precise results 
in cases in which the interaction of vehicles is crucial to the simulation results. Some of the 
cases in which these vehicle interactions are important, for instance are for instance the 
analysis of freeways on-ramp, accurate control of adaptive signal control, and trip average 
time calculation for individual vehicles. Another advantage is the ability to visualize and 
analyze results in an attractive and realistic manner. The biggest problem of the microscopic 
model however is its complexity in the calibration and validation processes. [9] 
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2.3 Modelling Driver Behaviour 
As the driver has become an important facet of contemporaneous traffic systems, models 
used to represent such a domain need now to consider the uncertainty inherent in human 
behaviour. Such a need leads to lower levels of abstraction that increase the modelling 
complexity. Hence, practitioners will need systems capable of dealing with the new 
performance measures brought about by the deployment of these intelligent and adaptable 
technologies. 
Owing to the use of simplified approaches, some traditional models have failed to 
represent such complex scenarios [10]. Therefore, many efforts have been carried out in order 
either to adapt these models to develop new-generation traffic network models, which 
explicitly incorporate the driver behaviour [11] [12] [13].  
The traffic simulation models that simulate driver behaviour can be divided have three 
components or sub models: 
 a car-following model; 
 a lane-change model; 
 and a route-choice model. 
2.3.1 Car Following Model 
The car-following model is a mathematical model that focuses on describing the task of 
one vehicle following another in a single lane of a road (it allows the calculation of positions, 
velocities and accelerations of all vehicles in a given time of a traffic state). These kinds of 
models are very discussed in literature and many are based on anti-collision concepts. 
The concept of this model is relatively simple when compared to other concepts associated 
to vehicle control. But it is important to understand several aspects of traffic flow. 
A very important aspect of this kind of models relies on the calculation of the average 
spacing that a driver following a vehicle should try to maintain at a given speed in order to 
avoid collision or excessive braking if its front vehicle suddenly performs an emergency 
break. This spacing is usually calculated based on the driver’s desired speed that dictates the 
maximum velocity that a driver will accelerate to when cruising in a free traffic road. The 
limitation to this desired speed is due to the anti-collision concept. It is the condition 
responsible for calculating the minimal safe distance that the driver should maintain from its 
front vehicle primarily based on a relation between his own velocity and the front car 
velocity. [14]  
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A car-following model has been applied in the developed prototype of this work, which is 
based on the Intelligent Driver Model (IDM) [14]. This model will be briefly described in 
sub-section 4.3.1.  
2.3.2 Lane Changing Model 
Similarly to the Car Following Models, lane-changing representations are rather based on 
mathematical models that focus on describing the driver’s actions of changing from one lane 
to another. Basically the behaviour of each driver relative to lane changing decisions will 
depend on the information he/she has about his/her surrounding vehicles, on whether he has 
the correct incentive to perform the lane change to a specific lane, and on the manoeuvre 
safety. [15] 
The driver incentive to perform a lane changing decision may depend on several aspects. 
For instance imagine the traffic cruising in the lane he desires to change to is moving at a 
greater speed than the one he is currently driving in, an intersection is approaching and the 
lane does not allow him to turn to his desired direction, so he must change to the lane that 
allows him to do it. In addition a safety condition is responsible for asserting if the lane 
changing action that a driver wishes to perform can be performed safely. 
In the developed prototype of this work a lane-changing model has also been applied 
which is based on the Minimizing Overall Braking decelerations Induced by Lane Changes 
(MOBILE)[16]. This model will be briefly described in sub-section 4.3.2. 
2.3.3 Route Choice Model 
The route choice model describes the path that drivers can take from their starting location 
to their final destination, as well as how they can react to traffic and to route information 
when following that path [9]. 
There are several approaches to the route choice model. For example in DRACULA [12] 
each driver makes his decision on the path to take in the network based on his current 
perception of the traffic conditions on past experiences. The expected arc cost of the travel 
time is calculated based on the driver’s desired departure time and their predicted arrival time 
at each link or intersection. [12] 
Such as in DRACULA most of these models base their trip assignment calculations on 
minimizing driver’s simple objective function, such as the travel time. Several factors can be 
assumed that may influence individual route choices. They may include overall expected 
journey time, delays, congestion, sign-posted routes, tolls, safety and security hazards, 
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unfamiliar routes and scenic quality. The information about accidents, delays and congestions 
are shown to be a very important influence on the route choice process [17]. 
2.4 Multi-Agent Systems applied to Transportation 
2.4.1 Agents and Simulation 
The agent-based concept is relatively new and its applicability is of great interest both to 
the research community and to the software industry. There is no straight forward and totally 
acceptable definition for the term agent but, Wooldridge defines it as: 
An agent is a computer capable of flexible autonomous action, situated in dynamic, open, 
unpredictable environment. [18] 
Agent cognitive abilities may include perception, reasoning, understanding, learning, goal 
processing and goal-directed knowledge processing. In [19] authors describe that agents and 
simulation can be combined into three basic approaches: 
 Agent Simulation; 
 Agent-Based Simulation; 
 Agent-Supported Simulation. 
An agent simulation may be defined as the simulation of intelligent entities, artificial or 
human, that can be represented by agents and is the natural way of simulating and modelling 
of this kind of domains. [19] 
The agent-based simulation is defined when agents are used to generate model behaviour 
in a simulation. These types of systems are similar to expert systems and qualitative 
simulation systems, but offer additional possibilities to numeric simulation. [19] 
The agent supported simulation may be defined as the use of agents in the simulation 
support operations like support in front/back-end user/system interface operations, as well as 
other related activities regarding simulation software. [19] 
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Most of the current traffic simulators are either agent simulation (where the drivers, and 
traffic lights are controlled by artificial agents), or agent-based simulation (where, for 
example, an agent, is responsible for assigning paths to the network drivers), or agent-
supported simulation (where for instance an agent suggests the user some possible model 
alterations for the user to achieve other type of results). Very few combine two or even the 
three concepts described earlier and defined as an Agent Directed Simulation. The MAS-T
2
er 
Lab Framework described in sub-section 3.1 is an example of a set of applications that use the 
three concepts presented simultaneously. 
2.4.2 Agents and Traffic Simulation 
The abstraction approach of MAS (multi-agent systems) consists of representing a system 
by multiple entities that exist in a common environment and interact in order to achieve 
specific goals. These entities that are coined agents, exhibit intelligence, autonomy and some 
social ability. Some examples of MAS applied in the field of traffic and transportation 
engineering can be found in the literature [21] [22] [23]. However, most of the applications 
are concerned with the control system, even though it is possible to recognize an increasing 
interest in the driver element. The assumption in the former examples relies on the 
representation of adaptable control system as a community of controller agents, which co-
operate in order to achieve an optimum plan to meet the variable demand [24]. In these cases 
the movement is represented on the basis of simplified models that, in the great majority, 
adopt a simple approach of using a reactive structure. Other models where communication 
mechanisms and drivers with mental attitudes are of importance are found in [25] [26] [27].  
Transportation Engineering is definitely a very broad field of knowledge and 
contemporarily has evolved so quickly as Intelligent Transportation Systems (ITS) start to 
make part of everyone’s daily life. According to [28], the underlying concept of ITS is to 
ensure productivity and efficiency by making better use of existing transportation 
infrastructures. From what has been discussed above it is reasonable to see this domain as 
Figure 2.1 Agent-Directed Simulation (source: [20]) 
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formed of heterogeneous entities, which are geographically and functionally distributed 
throughout the environment. They pursue individual or collective goals, interact with one 
another and may transform the environment as well. 
In very basic terms, the moving element is the vehicle that moves from one point to 
another throughout the network. Consider bicycles, motorcycles, automobiles, trucks and 
buses as examples of moving elements. However, they are actually moving objects steered by 
their drivers and sometimes occupied by many other passengers that are people with a trip 
purpose. Also, their decision concerning how the trip will be carried out in most cases seeks 
to minimize some individual sense of cost.  
From a transport planning perspective, the inhabitants of urban areas are potential 
travellers with specific trip needs. Prior to each journey, travellers must make some options 
basically regarding mode of transport (whether to drive their own cars or to take a public 
transport service, for instance), the itinerary and a departure time. To the contrary, in the 
traffic system perspective flow is actually formed by each single vehicle. Nonetheless, 
vehicles moving throughout the network are steered by their drivers and hence drivers and 
vehicles are dealt with indistinguishably in virtually the totality of microscopic models [29] 
[30] [8] [31]. 
In the microscopic point of view, it is the driver behaviour that influences traffic flow. 
Actually, drivers manifest an interesting yet implicit social interaction – they compete for the 
limited resources of the network infrastructure. These different interactions may emerge on an 
aggregate perspective as these properties will become available in terms of natural stimuli to 
the inhabitants, who will behave accordingly as they have different perception capabilities and 
different goals. 
2.5 Existing Traffic Simulators 
The University of Alabama at Birmingham made a deep evaluation of three of the existing 
microscopic traffic simulators, the SimTraffic, the CORSIM and AIMSUN. The evaluation 
criteria used in this study included system requirements, ease of coding, data requirements, 
relevance/accuracy of performance measures reported in the output and 
versatility/expandability. Readers are referred to [32] for detailed and complete discussion. 
In [32] a comparison of previous traffic simulator comparison is also made and its results 
are presented in Table 2.1. 
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Reference Packages 
Compared 
Key Findings 
[33] apud [32] 
CORSIM 
(FRESIM 
component), 
FREQ and 
INTEGRATION 
Models were used to simulate congested freeway 
conditions. All models performed relatively well for 
uncontested conditions. They were all, however, 
inconsistent in their ability to accurately model 
congested conditions. 
[34] apud [32] 
CORSIM and 
VISSIM 
Models compared for congested arterials. Found models 
produced consistent results among them. Also cited that 
both equally user friendly with respect to initial coding. 
Paper stressed need to understand how models work and 
compute performance measures. 
[35] apud [32] 
CORSIM, 
INTERGRATIO
N, AIMSUN and 
PARAMICS 
Models were evaluated on their ability to simulate ITS. 
Study concluded that AIMSUN and PARAMICS have 
significant potential for modelling ITS but require more 
calibration and validation for the U.S. CORSIM and 
INTERGRATION were concluded to be the most 
probable for ITS applications due to familiarity and 
extensive calibration/validation. 
[36] apud [32] 
CORSIM, 
VISSIM, 
PARAMICS and 
SimTraffic 
Packages were evaluated based on their graphical 
presentation (animation) capabilities. In particular, the 
selected package was to be used to simulate bus 
operations. A review of transit-related and visualization 
capabilities of each model is presented. Ultimately, 
VISSIM was selected due to its 3-D capabilities. 
[37] apud [32] 
CORSIM and 
SimTraffic 
Results showed little difference between models for 
arterials with low to moderate traffic. Paper stressed 
importance of user familiarity with models and need to 
properly validate. 
[38] apud [32] 
CORSIM, , 
PARAMICS and 
VISSIM 
Ability of models to accurately simulate a freeway 
interchange is compared. Study concluded that 
CORSIM was the easiest to code. Cited link-based 
routing in CORSIM and POARAMICS as a source of 
potential inaccuracy in modeling closely spaced 
intersections. VISSIM uses route-based routing that 
eliminates problems associated with linkbased. Ability 
of CORSIM to compute control delay for individual 
approaches was cited as an advantage. ―Artificial 
barrier‖ between surface streets and freeways in 
CORSIM cited a source of inaccuracies. PARAMICS 
and VISSIM were determined to more closely reflect 
actual conditions. 3-D capabilities of PARAMAICS and 
VISSIM cited as an advantage. 
[39] apud [32] 
CORSIM , 
SimTraffic and 
VISSIM 
Signalized arterials were studied. Results indicate that 
outputs varied with link length and speed range in 
addition to volume levels. In general outputs varied 
more as volume approached capacity. CORSIM 
displayed less overall variability than SimTraffic. 
Table 2.1 Summary of the comparison of previous traffic simulation models (adapted from [32]) 
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[40] apud [32] 
CORSIM, 
INTEGRATION,
MITSIMLab, 
PARAMICS,VIS
SIM and 
WATSIM 
All six models were applied to signalized intersections 
and freeways. Study concluded that all models 
performed reasonably well and were fairly consistent. 
The study underscored the need for thorough and 
consistent calibration in simulations modeling. 
The conclusions of the comparison study found SimTraffic to be the easiest of the models 
and require lesser coding times than the other two models. It also concluded that SimTraffic 
in general produced results more similar to the observed traffic conditions. The main 
problems found in SimTraffic was the lack of transit modelling, traffic assignment or ITS 
modelling that limits its usefulness in more complex networks. On the other hand CORSIM 
was found to be more suitable for modelling more complex urban networks since it is able to 
simulate more complex situations than SimTraffic. Other features provided by CORSIM are 
also the modelling of impacts of transit and parking on traffic simulations, traffic incidents 
and traffic management strategies. It was also concluded that CORSIM tends to over-estimate 
roadway capacity, leading in some cases to situations where the simulated network 
performance was better than expected in reality. The AIMSUN was found to operate 
acceptably well in American networks with similar outputs to both SimTraffic and CORSIM. 
As found in CORSIM, the AIMSUM also tends to over-estimate the roadway capacity and so 
a careful calibration and model validation is required. The advantages of CORSIM in relation 
to both AIMSUM and SimTraffic relies on its powerful dynamic traffic assignment capacity 
that is unmatched by the other two simulators, and its capability to fully model the effects of 
information coming from ITS systems on the drivers behaviour. 
2.6 Summary 
This chapter gave a brief overview about the traffic simulation domain. It started by 
describing the simulation models’ main characteristics. Then it described the main concepts in 
the drivers behaviour modelling. After that it introduced the concepts of agents applied to the 
simulation domain, and also introduced how the multi-agent metaphor can be applied in the 
traffic simulation domain. Finally it introduced a study from the University of Alabama at 
Birmingham that presented a summary of several comparisons between different microscopic 
simulators and also the results of that study that compared three different known simulators, 
the AIMSUM, CORSIM and SimTraffic. 
This University of Alabama study concluded that all of the three studied simulators can 
provide reasonable results for typical simulation applications. The main differences are 
summarized in Table 2.2. 
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 SIMTRAFFIC CORSIM AIMSUN 
Easy Network Coding YES 
. Considered to 
have modest 
coding 
requirements 
Considered to 
have hard coding 
requirements 
Un-calibrated 
Results Close To 
Reality 
YES 
No. Over-estimate 
link capacities, 
careful calibration 
needed. 
No. Over-
estimate link 
capacities, careful 
calibration 
needed. 
Transit Modelling NO YES YES 
Traffic 
Assignment 
NO 
Limited to single 
network types and 
static distributions 
functions 
Dynamic Traffic 
Assignment 
ITS modelling NO NO YES 
The three simulators described in Table 2.2 are not based on MAS. But imagine for 
example the advantages of having agents responsible for the calibration of the simulation. 
They could collect information about the network characteristics in real life and try to 
calibrate the simulation model accordingly without needing human interaction. This feature 
would eliminate the time spent on the simulation model calibration. Imagine agents analysing 
the output of simulated networks that perform changes to it and analyse their results. Based on 
past results these agents may suggest to human expert’s changes that they believe will 
improve the network performance. These features can be provided by the use of MAS in the 
traffic simulation domain and can give experts a higher knowledge of the domain. This higher 
knowledge can hopefully affect the way urban planning and transportation engineering 
theories are integrated and seen from different perspectives. This is one of the main 
motivations of the MAS-T
2
er Lab Framework that will be presented in the next chapter. 
  
Table 2.2 Simulator Comparison Summary 
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Chapter 3 
3 Solution Design 
This chapter describes a high level specification of an artificial transport system that 
belongs to a framework coined MAS-T
2
er Lab. The virtual domain sub-system can be 
basically defined as a multi-agent traffic simulator following a microscopic approach. 
The material introduced in this chapter resulted in two papers that were accepted into two 
different conferences. Readers are referred to [41] and to [42]. 
This chapter starts by describing the MAS-T
2
er Lab. framework and all of its sub-system 
as well as how they are connected to each other. Then section 3.2 gives a general description 
of the high level architecture of the virtual domain simulator engine and introduces all the 
conceptualized applications that belong to it. Section 3.3 describes the core application of the 
simulator engine called Simulator Engine Controller. In section 3.4 an application called 
Mediator that is responsible for coordinating the sub-system Moveable Agents is described in 
greater detail. Finally, section 3.5 introduces the suggested architecture for Moveable Agents 
(driver agents) and section 3.6 provides a brief summary of this chapter. 
3.1 The MAS-T2er Lab Framework 
The MAS-T
2
er Lab. (Laboratory for MAS-based Traffic and Transportation Engineering 
Research) [43] [41] is an integrated multi-agent system that applies a methodological 
approach that allows for the assessment of today’s intelligent transportation solutions through 
the metaphor of agents. The application domain in MAS-T
2
er Lab is conceptualized in terms 
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of agents and three basic subsystems are identified, namely the real world, the virtual domain, 
and the control strategies and management policies inductor. 
The real world subsystem designates the real transport system in urban areas, where 
physical components, such as travellers, traffic control systems, and intelligent transport 
solutions cohabitate and interact. These components are replicated to the virtual domain 
where their delegates (or agents) are instantiated. Therefore, the software agents in the virtual 
domain are intended to emulate the individual behaviour of physical components encountered 
in the real world. The whole population of active components in the real world is synthesised 
this way. Finally, the control strategies and management policies inductor is a subsystem 
formed of expert agents, both human and artificial, that observes such synthetic population, 
can directly intervene on and experiment with it, and apply coordination policies to tune the 
behaviour of some elements in order to improve overall performance. Then operational 
parameters of the real world are adjusted to reflect the control policies tested in the virtual 
domain. The interaction among these three subsystems is dynamic and iterative, allowing for 
real time intervention on the real world. Figure 3.1 illustrates the three basic subsystems and 
how they are connected to each other. 
 
The first steps toward the accomplishment of such a cooperative framework supporting 
MAS-T
2
er Lab. include modelling and implementing the virtual domain subsystem (which is 
the subject of the current dissertation), as well as modelling and implementing the control 
Figure 3.1 The MAS-T2er Lab. Framework (source [43]) 
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strategies and management policies inductor, which serves as the cooperative decision support 
and distributed system on the basis of expert agents similar to the system described in [44]. 
3.1.1 Real World Domain Sub-System 
The real world domain is formed of physical components and human users. This module is 
responsible for aggregating all the possible real time information coming from real 
semaphoric intersections and sensors connected to a centralized traffic control centre, from 
ITS devices that feature last-generation vehicles and populate major modern developed cities, 
as well as information coming from surveys and other stated-preferences studies.  
When a network is loaded and a new virtual domain is set up, it brings into the system 
geo-referenced information to identify the position and other geographical characteristics of 
objects in the real world. This subsystem contains an agent that is responsible for gathering all 
the sparse information coming from the real world and feeding the virtual domain with 
parameters that will make the simulation as realistic as possible. It also contains all the 
interfaces necessary for information collection, as well as a geographic database with all 
necessary objects and zone locations that are translated into their virtual representations 
within the network of the virtual domain. These interfaces are very specific of the area being 
analysed. For example, the Porto City Council already has a traffic management centre to 
which many semaphoric intersections are connected and from which they can be controlled. 
There is also a network of sensors connected to this centre. In this case an adequate 
communication protocol must support data acquisition from such sensors, which will feed the 
management centre with the recurrent traffic conditions allowing engineers and decision-
makers to behave accordingly. On the other hand, information such as that from surveys and 
studies must be fed into this module manually through a graphical interface user. Again, a 
translation component is also necessary to convert all this information coming from all these 
interfaces into a specific data format, which will be managed by a specific agent within this 
subsystem. After all the information is gathered and understood by such data fusion agent, it 
will process it using data mining and other heuristics analysis algorithms to generate rules that 
will identify the necessary parameters that need to be changed in the virtual domain (if any) to 
approach the simulation as close as possible to the reality being studied. Sometimes, an 
enormous amount of information is necessary to create a single rule so as to avoid misleading 
information coming from sporadic/seasonal events. 
3.1.2 Control Strategies and Management Policies Inductor Sub-System 
This module is responsible for all the control procedures and decision making, both in the 
virtual domain and in the real world subsystems. 
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This module allows the interaction and collaboration of human user agents as well as 
artificial user agents that suggest and manage the application of control strategies onto the 
network to achieve different types of goals depending on their area of expertise. The 
application of certain policies by an expert agent to improve certain parameters of the system 
may affect policies and performance metrics imposed by other expert agents. So, this module 
provides negotiation abilities that are activated whenever a decision is made that will 
negatively affect other experts’ policies inputted into the system. These decision conflicts are 
detected by a Conflict Mediator Agent whose main responsibility is to detect decisions that 
are mutually destructive, in terms of system performance, in other words when a decision 
made by an expert negatively affects other expert’s goals. It also tries to find out which 
parameter and respective values will minimize lost of performance in each expert’s goals if 
improving both is not possible. Nevertheless, the final decision on whether such suggested 
modifications will be effectively carried out will depend on an agreement of both parties. It is 
also important to notice that a negotiation can happen between two human agents, as well as 
between a human and an artificial agent, or even between two artificial expert agents. 
The control policies are firstly applied into the virtual domain by using the control, 
statistics and GUI interfaces provided by that module. After all experts are finished with their 
control analysis and decisions are made, and all the negotiations are concluded, the results of 
the global statistics of the new control strategy are analysed and, in case such results are 
positive, the new control policy is applied automatically into the real world. 
3.1.3 Virtual Domain Sub-System 
The virtual domain is one of the core subsystems in MAS-T
2
er Lab. It can be basically 
seen as a simulation engine that supports detailed representation of scenarios as the agent 
metaphor is used to underlie the microscopic representation of all the elements as closely as 
possible to the way they are identified in reality. Such a trade-off between much abstraction 
and excessive detail is a key ingredient to accurately test traffic management policies and 
study their effect before applying them in the real world. 
The specification of this core sub-system of the MAS-T
2
er Lab framework is the subject 
of this thesis and its specification will be described in detail in the forthcoming sections of 
this chapter. 
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3.2 Simulation Engine Overview 
The Simulation Engine has been described in the previous section as the MAS-T
2
er Lab 
framework Virtual Domain sub-system. Its high level architecture and all its main 
components are illustrated in Figure 3.2. Each of the represented components can be run in a 
different processing unit, and can be interpreted as independent applications. 
 
As shown in the diagram of Figure 3.2 the simulation engine is highly distributed and is 
formed of several independent applications. 
The core application of the simulation engine is the Simulator Engine Controller (SEC) 
illustrated in the middle of the diagram and is basically responsible for receiving all allowed 
actions provided by all its features and execute them. It is also responsible for sending 
simulation state updates every time it is necessary. 
The Moveable Agent (MA) components are agents that control network entities that are 
allowed to move (for instance a driver of a car or a pedestrian). They basically receive 
information in regular time intervals about its surrounding and decide actions they wish to 
perform upon the entities that they control. Each MA controls one single network entities and 
the control actions he wishes to perform on the respective entity must be sent to the Mediator 
application that will be responsible for executing them. 
The Mediator application is responsible for coordinating a certain number of Moveable 
Agents that control a physical entity in the simulation. This coordination includes translating 
the received world state information sent by the SEC in regular time intervals into the 
Figure 3.2 Simulation Engine High Level Architecture 
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surrounding environment perceptions (objects that surround and influence the behaviours of 
the simulator entities co-habiting in a common environment) of each agent it coordinates. It 
also includes receiving agents’ actions, aggregate them, calculate and update the entities 
affected by those actions and sending the updated information back to SEC. The mediator 
application is also responsible for launching new agents in the network entry points that 
populate its control area, as well as to kill agents that reach any of the network exit points 
(also inside its control area). 
The Graphical User Interface applications are responsible for receiving the simulated 
network state in regular time intervals and render it in a human readable graphical interface. 
The Semaphore Agent (SA) applications are basically agents that are responsible for 
controlling traffic light intersections with the objective of improving the overall traffic flow. 
Each Semaphore Agent only controls and regulates one single intersection. Their decisions 
are not solely based on the information they retrieve from their controlled intersection but also 
are based on information sent by other agents as well as negotiations between them. Instead of 
having as their only objective the improvement of the traffic flow of the downstream of a 
traffic light intersection the SA agents also try to improve the overall traffic flow of the 
network by negotiating between each other before making decisions. These agents also 
provide, in regular time intervals, information about their decisions and intersection traffic 
flow state to the Semaphore Graphical User Interface Applications (Semaphore GUI’s) that 
represent this information in a human readable graphical interface. 
3.3 The Simulation Engine Controller Application 
As already mentioned in the last section, the core application of the Simulation Engine is 
the SEC unit. Its physical architecture, a control zone concept and the data model used are 
described in this section. 
3.3.1 Physical Architecture 
The SEC physical architecture with all its components is illustrated in the UML 
deployment model, depicted in Figure 3.3. 
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As can be observed in the diagram SEC is constituted by ten main components: 
 Graphic Interface – This component is the SEC communication interface that allows 
it to send on regular time intervals, network state information to graphic user 
interfaces applications. 
 Control Interface – This component is the SEC’s communication interface that 
allows it to receive user control actions (simulation parameters changing or saving 
simulation states for instance), as well as semaphore agent actions (changing traffic 
light times at an intersection).  
 Statistics Interface – This component is the SEC communication interface that allows 
it to send every time it is requested simulation statistics information such as traffic 
flow information on a certain area, specific road, or on a specific intersection, average 
time to get from a certain intersection to another, traffic light information of a certain 
intersection and so on. This component also allows semaphore agents to receive traffic 
flow information on their controlled intersection. 
 Mediator Interface – This component provides SEC with a communication interface 
that allows communication interactions with the Mediator’s applications. It also 
manage the registration of the mediators, inform mediators whenever a simulation step 
event is triggered (sending them the necessary information updates of its control area 
that is given by the Network Data Manager Component) and receives the actions sets 
Figure 3.3 Simulator Engine Controller Physical Architecture 
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of the moveable entities that they coordinate and sends them to the Network Data 
Manager Component. 
 Registration Manager – This component allows the registration of the expert control 
agents that can be operated by real or artificial experts (agents that belong to the 
Control Strategies and Management Policies Inductor subsystem of the MAS-T
2
er Lab 
framework).  
 Simulation Layer Manager – This component provides simulation filtering. This 
means that it is possible to filter the network information based on specific expertise 
areas. Such a filtering mechanism is imperative so as to allow different experts and 
practitioners to communicate while studying from different perspectives the same 
running simulation scenario. Therefore, this component must allow the instantiation 
and coexistence of several filters in the same simulation run. As an example of such a 
situation, imagine an environment expert assessing the performance of the system in 
terms of CO2 emissions and other related parameters from his own GUI (simulation 
viewport) connected to the SEC controlling a simulation. Also imagine the same 
simulation experiment is followed by a traffic engineer, configuring optimum traffic 
control plans, again from his own GUI. Both experts will be sensitive to the other’s 
decisions as the simulation scenario can be of course altered by new parameter values 
or performance limitations, but such effects will be translated into the specific 
knowledge areas and concepts of each expert involved. This component is also 
important in terms of performance issues since for each GUI it is not necessary to send 
the entire state of the network, but only the necessary information for the expertise 
area of the user receiving the simulation data in his GUI. 
 Timer Manager – This component is responsible for providing SEC with adequate 
abilities to manage and coordinate time. It dynamically handles the unit of time in 
such a way it is possible to efficiently accommodate all relevant events that will affect 
the state variables of entities populating the environment. If any adjustment to the 
simulation time unit (so called simulation time step) is necessary, the time manager 
component will handle it by either increasing or decreasing the time step value 
initially set. 
 Network Data Manager (NDM) – This component is the core of the SEC and it 
contains all the updated network information of a running simulation. It somehow 
complements the task of the Timer Manager component by informing it about update 
completions (simulation step completion), so as to reinforce the synchronization of 
simulation time steps. It also provides features that allow cooperative editing of the 
network including scenarios definition and setup, by managing conflict editing 
through a lock system for instance. The editing of the network includes the editing of 
roads (number of lanes, nodes connections and lane direction, for instance), traffic 
lights of intersections, editing and controlling plans of traffic lights and signs, sensors, 
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setting up nodes and lane performance attributes (such as saturation flow and capacity, 
sources and drains distribution, and so on), editing building areas, sidewalks, and open 
areas, as well. 
 World Laws Manager – This component provides features that allow editing, saving 
and updating the world laws, such as setting right-hand or left-hand driving, traffic 
signals definitions and transparency or opaque laws for objects. 
 Network Data Loader – This component features the SEC with the ability to 
maintain data persistence. It allows to persistently save simulations states, resume 
previous paused simulations, load networks that are stored in geo referenced 
databases, as well as in files (xml files, shape files, and other format files), load and 
insert world laws.  
This summarizes the SEC physical architecture. The next section will describe the concept 
of control zones associated with the Network Data Manager component. 
3.3.2 Control Zones of the Network Data Manager 
It has been previously referred that the Network Data Manager (NDM) component is the 
core of the SEC because it contains all the information about a network being simulated. This 
sub-section will explain the concept of control zones applied to component. 
A network is basically conceptualised and organised as a set of control zones. Each of 
these zones is updated concurrently in each simulation time step but the Timer Manager 
component is only informed of a time step completion after all zones are updated. This means 
this component does not allow zones to update information relative to different simulation 
time steps. Each of these control zones must be assigned a single Mediator application. A 
simulation cannot start until each zone has been assigned a mediator. 
Each mediator provides a communication interface responsible for sending the SEC the 
sets of objects that suffer change due to actions done by agents controlling moveable entities 
inside their respective control zone. The updated information of these objects is received by 
the Mediator Interface Component that forward the information sent by all the mediators to 
the NDM Component. For each of the mediator’s updated objects set received, the NDM 
access the respective control zone, and for each entity that suffer state alteration it updates it 
in the component network model structure. 
The objective of dividing a network into several control zones is to lighten the weight that 
the perception treatment and network update can have in overcrowded networks. It is a sort of 
system performance measures. This separation allows executing these heavy processes in a 
distributed manner in order to improve the global efficiency of the simulation. 
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In order to assure that each agent that controls a moving entity throughout the network 
being simulated receives the world perception efficiently in every time step, it is assumed that 
the mediator application that delivers it has a limited capacity for the number of agents it can 
manage. So, the distribution of the environment is a question of defining the correct capacity 
limit and number of perceptions a mediator will be dealing with. Such an organization easily 
resembles the concept of traffic zones, used in control and management systems in most urban 
areas. 
To exemplify this concept, consider the network example illustrated in Figure 3.4. 
 
Analyzing the presented network it is possible to find three distinct zones, meaning that 
three mediators are needed for a simulation to be started. Assume also that the three mediators 
assigned to the three distinct control zones have the names, the predicted capacities and zones 
assignment of the values presented in Table 3.1. 
Mediator 
Name 
Mediator Predicted 
Capacity 
Assigned 
Zone 
M1 3000 agents Z1 
M2 2200 agents Z2 
M3 1600 agents Z3 
The zone assignment is easy to determine. Each link of the network graph in Figure 3.4 
represents a road. Roads have physical limits to the number of vehicles that they can support 
which is dependent on its maximum capacity. The numbers seen in the graph represent the 
capacity limit of vehicles that each link can support. This means in the worst scenario a 
control zone will have a number of entities controlled by agents equal to the sum of the 
capacity limit of all links inside of it. Therefore, to assign a mediator to a zone it is necessary 
to sum the capacity limit of all links inside of that zone and check if the result is equal or 
Figure 3.4 Example of a network divided into Control 
Zones 
Table 3.1 Mediator name, capacity and zone assignment in the example 
network of Figure 3.4 
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lower to the mediator predicted agent capacity. Using this process it is possible to guarantee 
that the mediator will compute, in the worst scenario, the world perceptions of a number of 
agents equal or lower to its own capacity. The mediator predicted capacity is calculated based 
on the processing capacity and speed of the machine in which they are instantiated. 
Translating what has been described to the network scenario of Figure 3.4, and analyzing 
the values described in Table 3.1 it is possible to notice that M1 has a limited capacity of 
3000 agents and has been assigned a zone that can in the worst scenario have 2950 controlled 
entities. This means that M1 is able to control the assigned zone efficiently even in the worst 
scenario. 
Of course processing capacities may change depending on the number of applications 
running in a machine. A mediator that initially has been assigned a control zone whose 
capacity limit is lower than its own capacity can eventually reduce its capacity limit (in the 
middle of a simulation) to a value lower than the control zone capacity. When this happens 
the Network Data Manager Component must be able to dynamically reduce the assigned zone 
size in order to guarantee the capacity condition. If it reduces the size of a zone, it must 
enlarge a neighbour zone to guarantee that all the network links belong to a single zone. To 
exemplify this go back to the previous example. Imagine that the M1 machine processing 
capacity has been reduced and the mediator calculated its new capacity to be 2450 agents. The 
mediator informs the Network Data Manager Component of this fact through a message sent 
to the Mediator Interface. The Network Data Manager Component starts calculating the 
possibility of resizing the current control zones to insure that all the mediators have a valid 
capacity relative to the controlled zone capacity. A possible solution to this problem is to 
resize Z2 and Z3 and reduce Z1 as illustrated in Figure 3.5. 
 
If no solution is able to cope with the capacity problem without breaking the capacity 
condition, then the Network Data Manager will choose the most balanced solution (the 
solution with the minimal number of exceeding agents that break a condition). For example 
Figure 3.5 Control Zone resize example 
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imagine if the M1 capacity, instead of dropping to 2450 agents, dropped to 2400 agents. The 
more balanced solution would continue to be the one shown in Figure 3.5 because, although 
the M1 capacity is still lower than the Z1 capacity (50 agents lower), M2 and M3 are not 
above their capacity limit and the condition is broken by a very small amount number of 
agents. 
3.3.3 Network Model 
This sub-section describes the proposed data model for representing a network. The used 
data model is illustrated in the UML class diagram depicted in Figure 3.6. 
In the diagram, it is possible to identify the domain main entities, as well as their relations. 
As previously described, a network is divided into zones. Each zone contains a certain 
number of roads and intersections. A connection between two intersections represents a road. 
 
Figure 3.6 Network Data Model 
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A road is basically a set of road segments. In urban networks, it is usual for a road to have 
two lanes in its beginning. But sometimes near to its end, it will have three lanes. The division 
of a road into road segments depends on the different number of lanes a road may have along 
its length. In the example of a road that has three lanes and in a certain point changes to two 
lanes is translated into this model as a road that is divided into two different road segments: 
one road segment with two lanes and another with three lanes. 
A road segment is decomposed into a set of lanes that can have distinct directions. The 
lane is the atomic structure of a network. The entire network objects (diagram refers to them 
as entities) are considered to be part of the network if they are in one of the existing network 
lanes. The lane structure does not necessarily refer only to road lanes. For example, they can 
be considered to be a sidewalk lane where only pedestrians are allowed to move through, or 
they can be considered to be building space lanes where building objects are placed in. 
Nevertheless, all the network entities are attached to lanes. 
Network entities are decomposed into two distinct types, namely into entities that have the 
capacity to move (vehicles and people, for instance) and the ones that are static (traffic 
controllers, street signs, traffic signals, buildings, road obstacles, and so on).  
The data model described so far is very similar to the one used in the developed prototype 
described in sub-section 4.1. The main difference relies on the fact that this model contains 
control zones regulated by mediators. As described in the previous sub-section, a control zone 
is managed by one mediator. The mediator is responsible for coordinating all moveable agents 
that control moveable entities inside its assigned control zone. 
For the sake of simplicity, the traffic light agents are not represented in the diagram. But 
they basically regulate the traffic lights that manage the downstream traffic flow of an 
intersection. They also can negotiate with each other the best policies to apply so as to 
improve the network overall traffic flow. 
3.4 Mediator 
As already explained, mediators are responsible for coordinating all the moveable agents 
that control entities in their control area. It was also described that in each time step the 
mediator receives the agent’s desired actions, aggregates them, calculates and updates the 
entities affected by those actions, and sends the updated information back to the SEC. When 
the SEC receives the information sent by the mediator, it updates the necessary entities in its 
own network structure. 
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This section briefly describes the mediator application architecture and also describes the 
interaction mechanism between the mediator and its agents, where the entities updating 
process can be better understood. 
3.4.1 Physical Architecture 
The mediator architecture is illustrated in the diagram of Figure 3.7 and describes the 
mediator application main components. 
 
As can be observed in the diagram depicted in Figure 3.7, the Mediator is formed of five 
main components: 
 Mediator Interface – This component is the Mediator communication interface 
that allows it to communicate with the SEC application. It also allows it to receive 
information about the beginning of a simulation, time step, road network 
information, control zone assignment and resize information. It also allows it to 
send information on updated entities affected by agent actions and information 
about the limit capacity of the maximum number of agents it can control. 
 Mediator Internal NDM – This component is very similar to the Network Data 
Manager component of the SEC application. It contains a replication of all the 
network data structures (roads, intersections, entities and so on) of SEC that are 
within its assigned control zone. When a zone is assigned to the mediator, the SEC 
application must send all the network data on the assigned zone so this component 
can replicate it in its own structure. Only after all the mediators confirm the 
reception of the respective network structure can a simulation be started by SEC. 
Figure 3.7 Mediator Application High Level Architecture 
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This component is also responsible for updating the necessary entities affected by 
the agent actions received. 
 Perception Manager – This component is responsible, in every time step, for 
translating the data in its network structure into perception data that can be 
understood by the agents it is coordinating. This process will be described in more 
detailed later on this section. 
 Moveable Agent Deployment Manager – This component is responsible for 
deploying new agents and assigning them the respective entities that they should 
control in their control area. Only mediators that have source intersections (source 
intersections are network entry points for vehicles) in their control zone are 
allowed to use this component. 
 Moveable Agent Interface – This component is the Mediator communication 
interface that allows it to communicate with the agents it is coordinating. It allows 
the mediator to receive the agent desired actions. It also allows the mediator to 
send agents both perception and entity assignment information. It also allows it to 
request agent platforms to launch more moveable agents and receive from them the 
agent addresses created. 
3.4.2 Interaction Mechanism 
To achieve a desired perception of a part of the environment, an agent becomes a listener 
of all perceptible properties of entities that are inside an attention range (let us name it agent 
foci) that the agent sends to the mediator. All objects within the listener foci become its 
casters. This means that the mediator must create a perception message describing all the 
features of those objects, in other words it must translate the main information that defines all 
the objects that are considered to be casters of the listener agent into agent understandable 
information. 
The UML sequence diagram in Figure 3.8 illustrates the interactions that occur between an 
agent and the mediator after the mediator has received a message from the SEC informing that 
a new time step has started.  
In the diagram letter T represents the time step value, and the diagram represents the 
interactions between agents and the mediator in two distinct time steps. So let us analyse the 
interactions that happen in time step K. The mediator informs all agents that a new time step 
has just started. Based on the perceptions already sent by the mediator in time step K-1 the 
agent reasons about the action it wishes to perform in time step K, as well as where he desires 
to focus its attention on order to receive updated perceptions. Then it sends this information 
back to the mediator. When the mediator receives the agent’s actions it calculates all objects 
that are affected by them and updates them accordingly. After that the mediator, must 
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calculate the objects within the newly received agent’s foci (these objects are the agent 
casters). After calculating the respective casters for each agent it must construct a perception 
message based on the casters description parameters and send this information back to the 
agents. After the perception is sent to the agent it starts to analyse this newly received data to 
calculate what his next action will be, and where it will focus his attention on when a new 
time step is started. 
 
After the mediator sends all the required perceptions to all agents within its controlled 
zone it sends updated information on entities affected by the agent’s actions to SEC. Finally 
SEC can update all the changes that were provoked by the agents’ actions into its own 
network representation as already mentioned in section 3.3. 
The example network illustrated in Figure 3.9 describes the concept of the agent foci in a 
typical simulation time step. 
Figure 3.8 Sequence Diagram describing interactions between the mediator and 
agents 
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Imagine that in this example several time steps have already passed. So let us focus our 
attention on the driver of vehicle A. Based on the perception of the previous time step 
received, the driver decided to focus his attention on the front of his vehicle as illustrated by 
the gray sector of the figure. Now, assume that its desired action is to maintain its current 
velocity. Based on the interaction mechanism of the diagram illustrated in Figure 3.8 the 
driver will send the mediator a message informing that it desires to maintain its velocity by 
inducing in its vehicle the necessary acceleration (assuming that friction exists) and that it 
desires to receive perceptions information about all objects inside its line of sight (foci). 
In the described case, the only object that will be affected by the driver of vehicle A action 
is its own vehicle. The mediator then updates in its control zone data structure vehicle A 
position based on the acceleration provided by its driver. After finishing updating vehicle A 
position it, will search for all the objects within the received line of sight (foci) sent by the 
driver. Looking at the example scenario it is possible to identify four objects inside the agent 
foci: 
 the ―Go ahead‖ arrow sign on its lane; 
 The ―Turn left‖ arrow sign on its left lane; 
 The ―Turn right‖ arrow sign on its right lane; 
 And a car at his front, on the same lane. 
The characteristics that define these four objects are gathered by the mediator that 
translates them into a language that can be understood by the driver agent of vehicle A. Notice 
that the car in its front has the braking lights on. Let’s assume that the driver had not still 
perceived this information. Finally the mediator will send the constructed perception back to 
the driver of vehicle A. 
The described sequence of actions that happened between vehicle A driver and the 
mediator will happen with all other drivers. While another simulation time step is not started 
the driver of vehicle A will reason on received perception to decide its next action. Since it 
received the information that the front vehicle is reducing its velocity it will probably decide 
Figure 3.9 Network Scenario exemplifying driver agents foci 
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also to reduce its velocity. Whatever its decision, the action will only be executed in the next 
simulation time step. 
3.5 Moveable Agents 
This section briefly describes a possible generic architecture for the moveable agent 
application and how new agents can be created. 
3.5.1 Physical Architecture 
Because of the modularity of the described SEC architecture it is possible to have several 
moveable agents with different behaviours and different architectures. Figure 3.10 illustrates a 
generic architecture with some suggested components. 
 
As can be observed in the diagram the Moveable Agent is constituted by four main 
components: 
 Moveable Agent Interface – This component is responsible for receiving the 
mediator perception messages. It as an internal data structure where the received 
information that can be retrieved by the Data Knowledge Manager component is 
organised. It also allows the agent to send messages to the mediator using the 
correct communication protocol. 
 Decision Manager – This component is responsible for all decisions on agent 
actions. It analyses the information that has been collected by the Data Knowledge 
Figure 3.10 Moveable Agent Generic Architecture 
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Manager and decides on the action to perform so as to meet the agent desired 
objective. 
 Data Knowledge Manager – This component is responsible for the analyses, 
organization and maintenance of all knowledge on the environment the agent is 
situated in. 
 Perception Filter – This component is responsible for interpreting the perceptions 
sent by the mediator and translating it into the agent ontology used. This is a very 
important component since it dictates how agents interpret their surrounding 
environment. 
This is only a suggested architecture and of course some of the suggested components can 
be removed and other components can be added depending on the desired agent complexity. 
The only component that must exist is the Moveable Agent Interface since it is the component 
responsible for understanding messages that come from the mediator application. Of course 
the perception filter is also a very important component since it translates the messages 
received by the Moveable Agent Interface into agent understandable knowledge that can be 
aggregated and organized by the suggested Data Knowledge Manager. 
3.5.2 Moveable Agent Deployment 
An important issue is still missing explanation: How does the mediator deploy new agents 
in different machines? 
The mechanism suggested for the proposed solution is to have several agent deployment 
applications running in different machines. The addresses of these applications must be given 
to the mediators. Every time the mediator needs to launch a new moveable entity onto the 
network (and assign its control to a new agent) it sends a request to a random deployment 
platform to create a new agent with the capability of controlling that type of moveable entity. 
The agent platform creates and deploys the agent on its machine and gives it the mediator 
address. After the agent receives the mediator address, it immediately informs it of its 
availability for controlling the moveable entity. Finally when the mediator receives the agent 
message, it assigns the control of the deployed moveable entity and sends the agent 
information about its immediate surroundings so it can start making its first control decisions. 
The described mechanism is illustrated through the UML sequence diagram depicted in 
Figure 3.11 for a moveable agent of type driver (agent capable of controlling car entities). 
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3.6 Summary 
This chapter described the high-level specification of the MAS-T
2
er Lab. framework 
Virtual Domain sub-system. The global architecture, as well as the sub-system main 
applications were also described. The data model for a road network representation has been 
introduced and a generic architecture for moveable agents has been suggested. 
The suggested architecture is composed of several different types of applications that can 
be distributed across several processing units. This kind of modularity enables this sub-system 
with the capacity of being an extendable and scalable solution. It is also believed to be the 
best solution to guarantee a good system performance when simulating large networks highly 
populated. 
The developed prototype described in the next chapter only contains a few of the 
described features. Nevertheless the prototype presents itself as the first stage of the 
development of the conceptualize sub-system where some of the nuclear concepts introduced 
in this chapter were implemented.  
 
Figure 3.11 Moveable Agent Deployment mechanism 
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Chapter 4 
4 Prototype Development 
In the last chapter a high level description of the architecture of the MAS-T
2
er Lab virtual 
domain has been presented. Some of the described features and architecture described there 
have been implemented into a working prototype. 
Two different applications have been developed. The simulator application that allows 
dynamic traffic simulation and the Traffic Light Manager application that allows the control 
of traffic light intersections. 
4.1 Simulator General Overview 
The simulator application prototype has been developed in C++ using the open source 
version of QT cross-platform application framework. This framework provides an intuitive 
API and a rich C++ class library, integrated tools for GUI development and 
internationalization features that allow building applications that run across multiple desktop 
operating systems without the need of rewriting the source code. More details about this 
framework can be found elsewhere [45]. 
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The architecture of the developed prototype is similar to the architecture solution 
previously described in section 3.1.3. 
There are four main modules, as illustrated by Figure 4.1, in the simulator application: 
 Network Loading Module – The network loading module contains all classes 
responsible for loading networks from files or geo-referenced databases into the 
simulator. The developed prototype allows only networks to be loaded from an XML 
file. Nevertheless is constructed in a very modular way so as to allow an easy 
implementation of loaders for other type of files or databases. This module will be 
detailed in section 4.2. 
 Graphical Interface Module – The graphical interface module contains all classes 
responsible for the graphical user interface. The visualization of the simulation is 
made in 3D by using the QT framework inner module that provides access to OpenGL 
library features
1
. This module has been logically separated from the Simulator Engine 
Module and more graphical interfaces can be implemented and easily included in the 
current developed prototype. The objective of this separation is to allow the physical 
separation of this module into autonomous applications in the future, which can 
display different graphical representations of the information output provided by the 
simulator engine module. These applications will receive network state information to 
represent it in a graphical representation in a similar way as the traffic light manager 
                                                 
1
 OpenGL is an environment for developing portable, interactive 2D and 3D graphics applications, more 
information about it can be found in [52] 
Figure 4.1 Simulator Architecture Overview 
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applications currently receive it. This will allow having several graphical interfaces 
illustrating one single simulation. 
 Simulator Engine Module – The simulator engine module contains all classes 
responsible for the simulation execution and information retrieval. The current section 
details the network model used in this module and details the execution cycle of a 
simulation time step. 
 Communication Message Handler Module – The communication message handler 
contains all classes that are responsible for handling outgoing/ingoing messages 
coming from or going to, other applications. The prototype handles only messages for 
traffic light intersection control; nonetheless these features were constructed in a very 
modular way to allow an easy integration of other type of messages that can be 
developed in the future. 
 Traffic Light Manager Application – The Traffic Light Manager Applications are 
allowed to connect to simulator, request a list of traffic light intersection and register 
as a traffic controller of a specific traffic light intersection. After registering the 
simulator sends this type of applications information about the ongoing and outgoing 
traffic flow of the controlled intersection. These applications may also change the 
traffic light plan of a controlled intersection. 
The sub-section 4.1.1 describes the data-model used by the Simulation Engine module, 
and sub-section 4.1.2 describe the time-step execution cycle. In sub-section 4.1.3 the trip 
assignment mechanism is briefly described.  
4.1.1 Network Data Model 
This sub-section describes the network data model used in the simulator. The class 
diagram depicted in Figure 4.2 illustrates the data model actually implemented, which is an 
extension of the one conceptualised in section 3.3. The main difference between the model 
presented in section 3.3 is that neither the Mediator and the Zone classes exist in the prototype 
data model. 
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As it can be observed by analyzing the diagram, a network is decomposed into a set of 
roads and into a set of intersections. A single road connects two intersections and can be 
decomposed into a set of road segments. A road segment is basically a line segment with a 
pre-determined width (the width value depends on the number and width of lanes that it 
contains and the coordinates of the road segment is given in meters). A set of road segments 
belonging to a road define that road’s geometry. A road segment can be decomposed into a set 
of lanes which are the nuclear structure of the network model. Lanes also contain information 
about the direction that cars must take when in it, as well as references to the neighbour lanes 
that follows the same direction. In case a lane belongs to a road segment that is adjacent to an 
Figure 4.2 Class Diagram of the Network Data Model 
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intersection it also contains information about manoeuvres that drivers are allowed at that 
junction. An intersection contains a set of road segments (each having only one lane) that 
represents all directions allowed at the intersection. Figure 4.3 illustrates what has been 
described so far. 
 
A lane can contain many entities that can be moveable entities (for example cars) or static 
entities (for example traffic lights). A car is driven by a driver that is responsible for deciding 
the car velocity, what lane to take, the direction to take at intersections, obeying traffic laws 
and avoiding collisions with other cars. The traffic lights are located at the lanes of the 
intersection adjacent road segments (for instance Road Segment 3 is adjacent to intersection 
1) and regulate the driver’s access to the intersection. 
Prioritise intersections are intersections that are not regulated by traffic lights, and some 
kind of priority must apply. For example, in Portugal, if no traffic signs exist in a intersection 
drivers must allow all vehicles coming from its right to pass. So these intersections contain all 
the necessary information for all the directions priority configurations, which the approaching 
drivers must follow. There are two more types of intersections that are not drawn but are very 
important, namely the source intersection and drain intersection. The source intersection is 
responsible for generating traffic flow and the drain intersections are the simulated network 
exit points. In the example illustrated in Figure 4.3, intersection 2 is an example of a source 
intersection, intersection 4 is an example of a drain intersection, and intersection 0 and 3 are 
an example of both drain and source intersection. 
The car positioning and velocity calculation are made in only one axis, which improves 
the overall performance. This is possible because the road segments’ geometry is always a 
straight line. This way it is possible to use OpenGL translations, which foster the 
implementation task. So, when drawing in the simulator graphical interface, every road 
Figure 4.3 Example of a network exemplifying the data model 
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segment must be placed with their own referential equal to the graphical interface referential. 
Then geometric transformations are applied to the graphical matrix to position the road 
segments in the correct position and consequently all objects inside of them are subjected to 
also the same transformations and are positioned in the correct spot (see Figure 4.4). Because 
of this, every time a car reaches the end of a road segment it is necessary to unregister it from 
the previous road segment and register it in the next one. As explained before road segments 
are a set of lanes. So, regarding the road segment referential each lane position varies from 
each other by their width in the vertical axis. This means that when a vehicle registers in a 
road segment it also needs to register in the correct lane. 
 
Imagine a vehicle that is registered in road segment 2, coming from intersection 1 and 
going to intersection 0, in the left lane of this direction (see example illustrated in Figure 4.3). 
When this vehicle reaches the end of this road segment it must unregister from it and must 
register into road segment 1. It also needs to register in the left lane of the direction it was 
following. This is possible because every road segment contains information about the next 
and previous road segments, as well as on how their lanes are connected to each other. 
As each lane of a road segment that is adjacent to an intersection has information relative 
to the intersection directions that it gives access to, every time a driver approaches an 
intersection it must search for the lane that gives access to its desired direction in the 
intersection. A class named NodeConnection contains this information in a hash table. For 
example (see Figure 4.3) imagine a driver that is driving a car in road 1 in the direction 
coming from intersection 0 to intersection 1. Imagine it arrives to road segment 3, and so 
approaches intersection 1. Also imagine that the destination of the driver of that vehicle is 
intersection 4. When approaching intersection 1 the driver must ask the NodeConnection class 
for the lane that allows him to go in the direction of intersection 4 when going through 
Figure 4.4 Car movement is calculated only in the horizontal axis 
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intersection 1. The NodeConnection class has a hash table with a pair of keys. The keys are 
the intersection where the driver is coming from and the intersection the driver wishes to go to 
after going through the current intersection. In this example, when the driver asks the 
NodeConnection for the lane that grants it access to the desired direction it informs the 
intersection 0 reference as the intersection that is coming from and intersection 4 as the 
intersection it desires to go to. With this information, the NodeConnection class has the 
necessary keys to search the hash table and return two different type of information to the 
driver. It returns the lane that allows access to the desired direction and the intersection 
internal road segment that the driver must register into when entering the intersection. The 
intersection internal road segments also contain a reference to the road segments that they 
connect to (as well as the correct lanes) and that vehicles must register when leaving the 
intersection. 
4.1.2 The Dynamics Execution Cycle 
This sub-section gives a brief description of the simulator dynamics. 
The simulator has a core class belonging to the Simulation Engine Module that contains a 
timer routine that is activated every time a time step is executed. A simulation time step may 
be defined as the discrete moment in which actions take place and the necessary information 
is updated. Time step executions are usually separated by regular time intervals. The time 
interval for each time step execution is defined by the user when constructing the network and 
its value is loaded into the simulation when a network is loaded from the XML file (more 
details is given in section 4.2). This means that if the user, for example defines the simulation 
time step as 100 milliseconds, it means that every 100 millisecond a simulation step will be 
run. 
In every simulation step every driver within the network will have to decide an action to 
perform. After the driver decides the action to perform the cars position and velocity must be 
updated. The velocity is updated depending on the acceleration value of the car, and the 
position is updated based on the updated value of the velocity. The velocity is calculated in 
meters per time step value multiplied by a user defined value (called a multiplier value 
throughout this text). This means if the user wishes to have a simulation in real time, he must 
define the multiplier as one. If he defines 100 milliseconds as the simulation time step, it 
means that the car velocity and position will be calculated assuming that 100 milliseconds had 
just passed (for example, the updated position is equal to the sum of the current position with 
the product of the velocity with 0.01 seconds). If the user defines a multiplier of two, then 
every 100 milliseconds the velocity and position of the car will be calculated in every 
simulation step as if 200 milliseconds had passed (but in the reality only 100 milliseconds 
Specification and Implementation of an Artificial Transport System Prototype Development 
 
44 
 
passed). The practical result is to have accelerated simulations although with some loss of 
data precision. 
The state diagram of Figure 4.5 illustrates the simulation dynamics. Analysing the 
diagram it is possible to observe that in every cycle four threads are executed. The traffic flow 
processing in every source intersection calculations are made at the same time that every 
driver in every road of the network calculates and executes its actions. At the same time cars 
velocity and positions are updated. Simultaneously all the traffic lights process their actions 
(details in section 4.5) and at the same time all drivers inside intersections calculate and 
execute their actions as well as their cars are updated. More threads have been implemented 
which have not been represented in the state diagram for the sake of simplicity. Every road of 
the network is also a thread, so the thread that searches for all drivers in all roads of the 
network is actually the parent thread of multiple other threads (as many as the total number of 
roads in the network) that execute the drivers actions and update their cars information in each 
road. The thread implementation was not very trivial since every field of every class had to 
maintain a valid state as observed by other objects or classes, even when concurrently used by 
multiple threads. In other words, thread safety had to be insured. To protect critical code from 
concurrent threads mutexes
2
 where used. 
                                                 
2
  Short for mutual exclusion object. A mutex is a program object that allows threads to share resources but 
not simultaneously. 
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4.1.3 Trip Assignment 
This sub-section describes how drivers decide the path to go from a source intersection to 
a drain intersection. 
The trip assignment in a traffic simulation can be a very complex subject. Lots of dynamic 
pre-trip assignment models exist, and [46] makes an assessment of some of those approaches. 
In [47], a pre-trip demand simulator with predictive capabilities and an explicit simulation of 
the responses of travellers to real time pre-trip information is described. 
The developed prototype is not able to calculate pre-trip demands and traffic flow 
generation is static. 
A very simple traffic assignment algorithm was implemented. Basically, for each source 
intersection the network description file must define a traffic flow in vehicles per hour, as 
Figure 4.5 Simulation Step State diagram 
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well as the percentage of vehicles that are trucks. For each of these kind of intersections there 
is associated a set of paths and for each of this paths a percentage is associated. A path is 
basically a set of intersections that a driver must go through to reach is final destination. This 
percentage represents the probability that generated vehicles drivers have to choose a specific 
network path. Once the driver chooses a path the car enters the network coming from the 
source intersection and will follow the chosen path. 
To exemplify this process, see the example network depicted in Figure 4.3. As already 
mentioned intersection 0 is a source intersection. It must contain information about the traffic 
flow it must produce and the percentage of trucks and cars that will be generated in that 
intersection. It also contains a set of paths that drivers can choose. A possible path set for 
intersection 0 is exemplified in Table 4.1. 
Intersection Path Set Intersections set (path description) 
Probability of being 
chosen 
Path 1 
{Intersection 0, Intersection 1, 
Intersection 4} 
40% 
Path 2 { Intersection 0, Intersection 1, 
Intersection 3} 
60% 
 
Verifying the data provided in Table 4.1 it is easy to understand that a driver that is 
generated in this node has a 60% probability of choosing a path that starts at intersection 0, 
goes through intersection 1 and finishes in intersection 4, and a 40% probability of choosing a 
path that starts at intersection 0, goes through intersection 1 and finishes at intersection 3. 
4.2 Network Loading 
This section will briefly describe how networks are loaded into the simulator. 
As previously discussed, the developed prototype allows loading a network from XML 
files with a specific format only. The classes that currently belong to this module are: 
 NetworkLoader – This class is the core class of this module and is responsible for 
choosing the correct parser class to use based on the data provided by the user 
interface (for example, if the user provides a path to a file this class must check the file 
format and choose an appropriate parser, in the case the file format is unknown it must 
Table 4.1 Example of the path set of intersection 0 (see Figure 4.3) 
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inform the user interface of this fact) and loads the network into the simulation engine 
module (at the current stage of this project only XML files with the correct format are 
accepted).  
 NetworkParser – This class is basically an interface that every specific network 
parser must implement. 
 XMLNetworkParser – This class is the only parser implemented in the developed 
prototype and it is able to read the network xml files. 
The XML parser is able to read a network that is described in five different XML files, as 
follows: 
 Network Main XML file – This is the main XML file of the network. It contains the 
name and paths to the other four files that describe the network. It also contains 
information about the time step value, multiplier value and the priority rule that 
drivers should follow in a prioritised intersection. 
 Road XML file – This file contains all the necessary information about all of the 
roads network. For each road, it contains information about the two intersections that 
are connected by it, the road segments that belong to it, as well as information about 
how the road segments are connected to each other, the number, width and direction of 
lanes in each road segment, as well as information about the road segments that are 
adjacent to the two intersections. It also contains the road segment positions and 
length. 
 Intersections XML file – This file contains the necessary information about all of the 
intersections network. For each intersection, it defines the position coordinates, the 
area that it occupies, the source and drain roads, as well as the directions allowed. 
Based on such directions and the intersection area the intersections inner road 
segments are dynamically built. In case of being a source node, is also specified the 
traffic flow that it should generate, percentage of cars and trucks, and the trip 
assignment set it should assign. In the case of the intersection is controlled by a traffic 
light the id of the plan is specified and is read from the traffic light XML file. 
 Traffic Light XML file – This file contains all information of traffic light plans of all 
the traffic light intersections, as well as all the information about position and internal 
times of their traffic lights. 
 Trip Assignment XML file – This file contains all information about all the source 
intersection (network entry points) possible trip assignment vector set. For each trip 
assignment vector it is associated a percentage, representing the probability for a 
driver to choose one of the trip assignment vectors as its desired path. This happens 
when a vehicle enters the network in one of the source intersections. 
These files are intended to simplify network construction. Of course this may create some 
problems in data consistency and so all data read by the parsers are checked for errors and 
Specification and Implementation of an Artificial Transport System Prototype Development 
 
48 
 
data consistency problems. If any of the tests fails a message is sent to the user explaining the 
problems that occurred while loading the network. 
A graphical network editor has also been developed as part of the MAS-T
2
er Lab project 
and is used in this work to produce test networks and simulation scenarios. This editor allows 
network construction and exports it to the specified XML file format that is read by the 
simulator. Figure 4.6 illustrates the user interface of the graphical network editor with the 
schematic representation of a network being edited. The same network is loaded into the 
simulator and is then ready to be simulated. 
 
4.3 The Drivers 
This section describes how the drivers update and process the information they perceive 
from the environment and the models supporting their decisions. 
As explained in previous sections of this chapter, cars are moveable objects of a road 
network that are controlled by drivers. The car movement is made inside lane structures that 
belong to a road segment. Every driver in control of a car receives at every time step, updated 
information (speed, position, length) about the car that is in front of it and the car that is 
behind as well as information about its own car. 
Each lane in a road segment contains a back dummy vehicle and a front dummy vehicle. 
These vehicles are not explicitly drawn and their purpose will be further explained. The back 
dummy vehicle has a reference to its front vehicle that is always the first vehicle of the lane 
(if no vehicle exists in the lane, the reference to its front vehicle is the lane front dummy 
vehicle) whereas the front dummy vehicle has a reference to its back vehicle that is always the 
last vehicle of the lane (if no vehicle exists in the lane, the reference to its back vehicle is the 
lane back dummy vehicle). Every car inside a lane always contains a reference to its front and 
Figure 4.6 Network Graphical Editor (left) and the Simulator application (right) 
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back vehicles. This kind of data structure organises all vehicle of a lane in a correct positional 
order that can be easily accessed as data in a linked list. Figure 4.7 illustrates this structure of 
a lane for a very simple network with one single road that has only one road segment with one 
single lane. 
 
This structure allows the simulator to inform the driver about the vehicles ahead and 
behind of its own vehicle. This information is enough for drivers that desire to continue in the 
same lane to decide what acceleration they should apply to their vehicle to achieve their 
desired velocity while maintaining a safe distance from the front vehicle. It also allows 
receiving information, at every time step, about the correct order of the vehicles in a lane and 
the exact number of vehicles (and all of their associated information) that are currently in it. 
The Lane Back and Front Dummy Vehicles represent the beginning and end of a linked list. 
So all vehicles linked between them are the vehicles that are in fact inside that lane (this way 
is assured that this structure always has the same beginning and end elements). 
A road segment can have more than one lane with the same direction and the drivers are 
allowed to decide to change lanes. To make this kind of lane-changing decisions possible, the 
driver must have access to information of cars in the adjacent lanes (right and left) to the lane 
where is currently driving in. So, each car in the described data structure must have four more 
references than the two ones as previously described. These references are as follows:  
 a reference to its left front vehicle, 
 a reference to its left back vehicle, 
 a reference to its right front vehicle, and 
 a reference to its right back vehicle. 
Figure 4.8 illustrates the structure with the extra references, exemplifying a representation 
of a simple network again with only one road and one road segment, but this time with three 
lanes going in the same direction. 
Figure 4.7 Simple Network illustrating the vehicle structure organization in a road segment with just one lane 
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Every time it is required, a driver may receive information from the simulator about any 
car surrounding it. To do that, the simulator just needs to navigate through the described 
structure and fetch the drivers requested information. This structure is very dynamic and at 
every simulation time step it must be updated several times. In fact, for every driver action 
performed on a vehicle (a driver can only perform one action per simulation time step) an 
update may be necessary. In a first glance this may seem a very inefficient process but 
actually it is not if the updates are made locally and depending on each driver decision. 
Recalling the simulation step execution state diagram in Figure 4.5 there’s a state that is 
responsible for asking all the drivers, in all roads of the network, for their actions and for 
executing them. This isn’t all made at the same time and is actually a synchronized state. For 
each road the simulator must access each road segment belonging to it. For each road segment 
of a road the simulator must access each lane belonging to it. Finally for each lane the 
simulator must ask each driver that controls a car in it for its desired action and execute the 
necessary updates to the drivers controlled cars. When the simulator executes the action it 
automatically updates the described structure. 
Figure 4.8 Simple Network illustrating the vehicle structure organization in a road segment with several 
lanes with the same direction 
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Imagine now the driver of car 4 (see Figure 4.8) is about to decide an action, and the 
driver decides to maintain its velocity and so informs the simulator that it desires to apply a 
zero acceleration value to its car. Imagine also that its current velocity is enough to overtake 
car 2 during the current time step. When the simulator performs the update to the car position 
it will check if the right front vehicle position is still valid (the same happens to the left front 
vehicle). When it checks that its position no longer makes sense, it automatically assigns car 2 
as its right back vehicle and assigns car 4 as the new left front vehicle of car 2, and car 4 back 
car (Lane 1 Back Dummy) as the new left back car of car 2. It then checks if the front vehicle 
of car 2 (car 3 in the example) as a valid position to be assigned as the new right front vehicle. 
So car 3 is assigned as the new right front vehicle. But now imagine that the car 4 velocity is 
enough also to overtake car 3. In this case when the simulator assigns car 2 as the right back 
vehicle and also updates car 2 new references and checks if car 3 is in a valid position to be 
assigned as the new right front vehicle it concludes that car 3 is not in a valid position. So it 
repeats the process previously done for car 2, it assigns car 3 as the new right back vehicle of 
car 4 and assigns the car 3 new left front vehicle as car 4. It also assigns car 4 back vehicle as 
the car 3 new left back vehicle. Then it checks if the front vehicle of car 3 (Lane 0 front 
dummy vehicle) is in a valid position to be considered as car 4 new front vehicle. This kind of 
algorithm may be considered as a local updating algorithm since it only needs to iterate over 
strictly necessary positions of the structure and updates happen every time a position change 
is made to an element of the structure. The same local update must happen if the driver 
decides to change lanes. Of course the algorithm is a bit more complicated than the one 
described for a car following update, but the main principle is exactly the same, it only 
iterates through strictly necessary positions of the structure to update the necessary references 
of all surrounding vehicles. 
Each driver class implements a micromodel interface. The micro model interface basically 
defines the main methods that the driver decision model must have. The two main methods 
described in this interface are basically the questions that the simulator does to the driver: 
 WhatIsYourDesiredAcceleration – In this method the simulator asks the driver for it 
to decide an acceleration to apply to its controlled car based on the provided 
information about its surroundings. 
 DoYouWishToChangeLane – In this method the simulator asks the driver to decide 
if it wants to change lane. If the answer is affirmative the driver must inform the 
simulator of its desired lane. 
This interface allows drivers to have different decision models in the same simulation 
based on different Car-Following and Lane-Changing approaches. In the current stage of the 
developed prototype, only one decision model has been implemented, which is based on an 
existing Car-Following and Lane-Changing approaches. These models are briefly described in 
sub-sections 4.3.1 and 4.3.2. 
Specification and Implementation of an Artificial Transport System Prototype Development 
 
52 
 
4.3.1 The Car-Following Model 
The following discussion is borrowed from [14].as this approach has been adapted in this 
work. 
The car-following model implemented and used as a part of the driver’s decision model is 
called Intelligent-Driver Model (IDM) and is responsible for simulating the longitudinal 
dynamics, like accelerations and braking decelerations of the drivers. This sub-section will 
briefly present the IDM, and for more details about this model readers are referred to [14]. 
A driver decision to accelerate or to brake depends only on the position and velocity of the 
vehicle immediately ahead of it and on its own position and velocity. Formalising this 
description, the acceleration dv/dt of a given driver depends on its velocity v, on the distance s 
to the front vehicle, and on their velocity difference (Δv that is positive when approaching) 
and can be obtained by the following equation: 
dv
𝒹𝓉
= 𝒶  1 −  
𝓋
𝑣0
 
𝛿
−  
𝑠∗
𝑠
 
2
     [4.1] 
where 
𝑠∗ = 𝑠0 +  𝑣𝑇 +
𝑣Δ𝑣
2 𝑎𝑏
      [4.2] 
The acceleration calculation is divided into: 
 the driver desired acceleration 1 −  
𝑣
𝑣0
 
𝛿
 in a road without any traffic that is 
calculated based on his desired velocity𝑣0. The desired acceleration will reach zero 
when the driver reaches his desired velocity. 
 and the braking decelerations induced by the front vehicle. This term is based on a 
comparison between the desired dynamical distance 𝑠∗ and the current gap 𝑠 that 
separates the driver vehicle from the vehicle immediately ahead of it. If the actual is 
roughly equal to the desired dynamical distance, then the breaking deceleration 
essentially must compensate the desired acceleration calculated so the resulting 
acceleration would be nearly zero (this means that when the desired dynamical 
distance is reached the driver will try to maintain it). 
The desired dynamical distance is basically the gap that exists when following other 
vehicles in a steadily flowing traffic, and can be interpreted as the drivers security distance 
from the front vehicle. Of course the security distance is dynamic and will increase if a driver 
approach a slower vehicle (increasing the safe distance to the front car will mean that the 
driver that is approaching the slower vehicle will reduce its velocity and when the velocity 
differences decrease will also the safety distance decrease, meaning that the driver will gently 
break and when it reaches the same velocity as its front vehicle it will always maintain a 
steady safe distance) and will decrease when the front vehicle is faster. As a result, 
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decelerations can occur when a driver decreases its distance to the front vehicle, increases its 
own velocity (at higher speed is necessary to have a higher safety distance) and when the 
velocity difference to the front vehicle is high (in the case of a front vehicle that is moving at 
a slower velocity). 
This model has very intuitive parameters: 
 𝒗𝟎 – This parameter represents a driver desired velocity when driving on a free flow 
road. 
 𝑻 – This parameter represents the desired safety time headway, when following other 
vehicles. 
 𝒂 – Normal accelerations in everyday traffic. 
 𝒃 – Comfortable braking deceleration in everyday traffic. 
 𝒔𝟎 – Minimum bumper-to-bumper distance to the front vehicle. 
 𝜹 – Acceleration exponent. 
In general, the everyday driver-vehicle unit has their own individual parameter set. 
Trucks usually are characterised by low values for 𝑣0, 𝑎 and 𝑏, carefull drivers have the 
tendency to maintain high security distances from the front vehicles and so have they a high 
𝑇 parameter in opposition to aggressive drivers which have a low 𝑇 parameter and usually 
have high values assigned to their 𝑣0, a and b parameters. Table 4.2 illustrates an example of 
the parameters that are set when creating drivers and vehicles in the current developed 
prototype. 
Parameter Car Drivers Truck Drivers 
Desired Velocity 
Randomly between 35 
km/h and 100 km/h 
Randomly between 30 
km/h and 80 km/h 
Time headway 
Randomly between 1s 
and 1.5s 
Randomly between 1,3s 
and 2 s 
Minimum gap 2.0m 2.0m 
Acceleration 0.5m/s
2 
0.3 m/s
2 
Deceleration 2.0 m/s
2
 1.0 m/s
2
 
Acceleration Exponent 4 4 
Table 4.2 Driver Parameters for the IDM model in the current developed simulator 
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4.3.2 The Lane-Changing Model 
The lane-changing model implemented and used as a part of the driver’s decision model is 
called MOBILE[16] and is responsible to simulate the lane-changing mechanism, which takes 
place according to adjacent lanes attraction and execution safety. This discussion is borrowed 
from [16] as this approach has been adapted in this work. 
In this model, both criteria (incentive criterion and safety criterion) are based on 
accelerations on the old and prospective new lanes as calculated in the previous model. To 
better understand the MOBILE model and its criterions, it is useful to comprehend its 
equations. The safety equation translates the concerning limit 𝑏𝑠𝑎𝑣𝑒  imposed by the breaking 
deceleration 𝑎𝑐𝑐′ = 𝑎𝑐𝑐𝐼𝐵𝑀
′  on the back vehicle 𝐵′of the target lane after a possible change, 
as: 
𝑎𝑐𝑐′ 𝐵′ > −𝑏𝑠𝑎𝑣𝑒     [4.3] 
It is satisfied if the breaking deceleration imposed on the back vehicle does not exceed a 
certain limit. In this formula, the dash of the acceleration 𝑎𝑐𝑐′ = 𝑎𝑐𝑐𝐼𝐵𝑀
′  stands for ―after a 
possible change‖ and the dash of the back vehicle label stands for ―on the target lane‖. 
On the other hand, the incentive equation is based on the weight of the own advantage on 
the target lane, measured by the increasing acceleration (or reduce breaking deceleration), 
against the disadvantage imposed to other drivers, again measured by the decrease 
acceleration or increased braking deceleration for these drivers. With the attempt to model 
different behaviours as selfish behaviour, the disadvantage imposed on the other drivers is 
weighted with a politeness factor p, resulting in following incentive criterion: 
𝑎𝑐𝑐′ 𝑀′ − 𝑎𝑐𝑐 𝑀 > 𝑝 𝑎𝑐𝑐 𝐵 + 𝑎𝑐𝑐 𝐵′ − 𝑎𝑐𝑐′ 𝐵 − 𝑎𝑐𝑐′ 𝐵′  + 𝑎𝑡𝑕𝑟             [4.4] 
Where: 
 𝑎𝑐𝑐 represent the actual IDM accelerations while 𝑎𝑐𝑐′  represent the acceleration after 
a possible change. The vehicle labels 𝑀 e 𝑀′  represent the actual vehicle before and 
after a possible change, respectively, while 𝐵 and 𝐵′  represent the back vehicle before 
and after a possible change, respectively. 
 The own advantage is measured by the actual vehicle acceleration difference 
𝑎𝑐𝑐′ 𝑀′ − 𝑎𝑐𝑐 𝑀  after the change, compared to the actual situation. 
 The combined disadvantage to the new and old back vehicles is given by the sum 
 𝑎𝑐𝑐 𝐵 + 𝑎𝑐𝑐 𝐵′   of the accelerations of both vehicles before the change, minus the 
acceleration sum  𝑎𝑐𝑐′ 𝐵 + 𝑎𝑐𝑐′ 𝐵′   of these vehicles after the change. 
 To avoid lane-change manoeuvres triggered by marginal advantages which can lead to 
frantic lane hopping, an additional lane-changing threshold 𝑎𝑡𝑕𝑟  has  been added to the 
balance of the above equation. 
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This lane-changing model can model different behaviours by varying the formulas factors. 
But the main difference between this model and the traditional ones is the possibility of 
setting the politeness factor p that can generate different drivers from purely selfish to purely 
altruistic drivers as the value of p varies from 0 to 1, respectively. Realistic behaviours 
assume p values between 0 and 0.5. 
Table 4.3 illustrates an example of the parameters that can be set when creating drivers 
and vehicles in the current developed prototype. 
Parameter Car-Drivers Truck-Drivers 
Politeness Factor Between 0.1
  
and 0.5 /s
2
 
Between 0 m/s
2 
and 0.5 m/s
2
 
Maximum Safe 
Deceleration 
Between 3 m/s
2 
and 6 m/s
2 
Between 3 m/s
2 
and 6 m/s
2
 
Threshold 0.2 0.2 
Bias to the right/left lane 0.2 m/s
2 
0.2 m/s
2
 
4.4 Prioritised Intersections 
This section gives a brief description about how prioritised intersections work. 
For performance reasons, the colliding directions in an intersection are pre-calculated 
when a network is loaded into the simulator. As explained in a previous section, an 
intersection has internal road segments that represent the allowed directions that drivers may 
decide to take at an intersection. Figure 4.9 illustrates a very simple junction that is not 
controlled by traffic lights. 
Table 4.3 Driver Parameters for the MOBILE model in the current developed simulator 
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As illustrated in the example of Figure 4.9 the middle intersection has five internal road 
segments representing five difference manoeuvres. When the network is loaded into the 
simulator, the conflicting directions of this intersection (the same procedure happens to all the 
intersections that are neither source or drain intersections and for simplicity reasons it is 
assumed that the intersections 1, 2, 3 and 4 are source or drain intersections) are calculated 
and saved into a structure that mark the conflicting directions as right or left opposite 
directions. So, the internal road segment RS1 has two conflicting directions, marked as right 
conflicting directions, the direction represented by RS4 and the road segment represented by 
RS5 and no opposite left directions. Table 4.4 contains the result of all the conflicting 
directions calculation for the given example. 
 
 
 
 
 
 
Figure 4.9 Example of an intersection 
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Internal Segments Left Opposite Directions 
Right Orthogonal 
Directions 
RS1 {NONE} {RS4;RS5} 
RS2 {NONE} {RS4} 
RS3 {NONE} {NONE} 
RS4 {RS1,RS2} {NONE} 
RS5 {RS1} {NONE} 
Following the same examples imagine a driver that approaches the middle intersection 
coming from intersection 4. If the driver objective is intersection 3, it must choose a road 
segment to go through the intersection. In this case RS4 is the segment that represents the 
desired direction. To enter in the intersection, the driver must first check if the opposite road 
segments (both right and left segments) already have registered vehicles in it (if there are 
registered vehicles it means that vehicles coming from conflicting directions are currently in 
the middle of the intersection). If there are vehicles in conflicting directions this means the 
driver cannot go through the intersection and must wait until all conflicting road segments are 
clear. If no vehicle is registered in conflicting segment directions the driver must check the 
approaching vehicles that have priority over him. 
Assume that in the case of the illustrated network it has been defined that priority must be 
given to vehicles coming from the left (in case of British networks for instance). In the case of 
the driver that desires to register in RS4 there are two conflicting directions that have priority 
over it (RS1 and RS2). The driver of this vehicle must then search for approaching vehicles in 
all lanes of the road that give access to RS1 and RS2 (the left opposite segments of RS4). The 
road coming from intersection 1 only has one lane that gives access to RS1 and RS4 (lane 0 of 
this road). The driver must then decide if the distance and velocity of the front vehicle of lane 
0 of the road coming from intersection 1 is safe enough for it to cross the intersection without 
making the driver of that vehicle brake with some intensity to avoid a collision. The same 
safety criteria used in the lane changing model described in sub-section 4.3.2 is used by the 
driver to make its decision. If the driver considers that is not safe to cross the intersection, it 
won’t register in the intersection and will wait for an opportunity when this action can be 
safely executed and without causing almost no disadvantage to drivers coming from priority 
directions. If the driver decides it is safe to cross the intersection, it registers itself in the 
intersection road segment RS4. 
Table 4.4 Conflicting directions calculation for the example of Figure 4.9  
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This summarises how a prioritised intersection works. The importance of pre-calculating 
the conflicting directions greatly improves the simulation performance since drivers only have 
to access conflicting direction information saved in the intersection data-structure. 
4.5 Traffic Light Intersections 
Intersections controlled by traffic lights have also been implemented in the simulator 
prototype. The TLMA (Traffic Light Manager Application) prototype has been implemented 
in java using the JADE framework and is able to interact with the simulator traffic light 
intersections by using sockets and the UDP transport protocol. 
This section describes the data structures used in the traffic light intersections and details 
the execution process of them at each time step. It also describes in better detail the traffic 
lights XML file and how it is loaded and mapped into the respective data structures of the 
simulator. Then a description of the communication protocols that allow the interaction and 
management of this kind of intersections is described. 
 
 
4.5.1 Data Structures 
The main data structures of the TLI (Traffic Light Intersections) are the classes illustrated 
in Figure 4.10. 
Figure 4.10 Class Diagram illustrating the most important classes for Traffic Light 
Intersections 
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As previously explained the NodeConnection class represents a road intersection. If an 
intersection is regulated by traffic lights, then it must contain a Traffic Light Plan, represented 
by the TrafficLightPlan class. A Traffic Light Plan describes the times for the different stages 
that each traffic light in an intersection may have (green, yellow and red). A traffic light is 
represented by the TrafficLight class and is responsible for giving information to drivers about 
direction permissions in a TLI. An important fact to keep in mind is that each traffic light is 
only associated to one single direction in the intersection. So if a driver approaches a TLI that 
allows it to turn right or go forward there will be two distinct traffic lights each regulating one 
of the two possible directions. 
The current prototype considers two distinct approaches (let us name the first one TLPA1 
and the second one TLPA2) for constructing a traffic light plan. The TLPA1 approach can be 
loaded directly from the XML traffic light file and basically configures a fixed time for each 
different states of each traffic light. It also sets, for each of the traffic lights, an initial start-up 
state time and value (green, yellow or red). To better understand this type of traffic light plan 
assignment let us analyse the example illustrated in Figure 4.11 and consider Table 4.5 as the 
values assigned to each traffic light. 
Traffic 
Lights 
Green 
Time 
Yellow 
Time 
Red 
Time 
Current 
Time 
Current 
State 
TL1 30s 5s 10s 25s GREEN 
TL2 25s 5s 35s 5s RED 
TL3 25s 5s 35s 35s RED 
TL4 25s 5s 35s 35s RED 
Table 4.5 Example of a Traffic Light Plan for TLPA1 
Figure 4.11 Traffic light intersection example  
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TL5 25s 5s 35s 35s RED 
TL6 10s 3s 30s 35s RED 
In each execution cycle, each traffic light will decrement its current state time. When the 
state time reaches zero in any of the traffic lights they will change their current state and they 
will set a new current state time to the appropriated one. For example, TL1 starts with a 
GREEN state and will maintain it for 25 seconds. When the current time reaches 0 it will 
change its current state to YELLOW and its current state time to 5 seconds, as indicated in its 
plan. The state diagram in Figure 4.12 describes this execution cycle. 
 
 
The TLPA2 approach can only be assigned by an external traffic light manager application 
and is the approach used by the TLMA prototype to manage traffic light intersections. This 
approach is inspired in reality, as engineers must define plans to implement different control 
policies[48]. A traffic light plan is divided into a set of different phases. A phase is a list of 
allowed movements, and for each phase a time is assigned. The sum of the phase times 
represents the plan cycle. In the case of the implemented prototype a traffic light manages 
only one single movement. So in our case a phase may be defined as a list of traffic lights that 
have their current state set to GREEN. In summary, a time is assigned for each phase meaning 
that the traffic lights that belongs to an active phase will have their current state set to 
GREEN, at least until the phase time reaches 0.  
Figure 4.12 State Diagram describing the execution cycle of an intersection traffic lights using TLP1 
approach 
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Again analyse the example illustrated in Figure 4.11, but now consider Table 4.6 as the 
assigned phases of the current traffic light plan. So, assuming that this plan has just been 
applied, ITL will be applying phase one of the traffic light plan. Phase one tells that traffic 
lights TL1, TL2 and TL6 will be in a GREEN state for 10 seconds and all other traffic lights 
will be in a RED state. When the 10 seconds period expires phase two of the plan is started 
and it specifies that traffic lights TL1, TL4 and TL6 must be in a GREEN state and that all 
others must be in a RED state. It is easy to observe that the difference between phase one and 
phase two is that the TL2 traffic light must change from GREEN to RED and that TL4 traffic 
light must change from RED to GREEN. How about the YELLOW state? In fact TL2 traffic 
light should first change from a GREEN state to a YELLOW state before changing from phase 
one to phase two (phase 2 informs that when active TL2 must have a RED state). 
PHASE ID PHASE SET PHASE TIME 
1 {TL1;TL2;TL6} 10s 
2 {TL1;TL4;TL6} 10s 
3 {TL3;TL4;TL6} 20s 
4 {TL4;TL5;TL6} 10s 
5 {TL2;TL5;TL6} 10s 
The values in Table 4.6 are not enough to completely define a traffic light plan in this 
approach. To complete the plan it is also necessary to define one yellow state time, and an all-
red time. The all-red time represents a security red time that allows slow vehicles to exit the 
intersection before one other traffic light changes it state to GREEN. For example, TL2 and 
TL4 represent different directions that collide with one another. If TL2 traffic light changes to 
a RED state and TL4 immediately changes to a GREEN state, there can be vehicles still in the 
intersection going in the direction managed by TL2. This can be hazardous since that, for a 
short period of time, a collision may occur between vehicles that started the new allowed 
movement (as allowed by TL4 GREEN state) and vehicles that are still in the intersection 
following the previous allowed direction stated by TL2 traffic light previous GREEN state. 
The issue now is to know how to apply the yellow state time and the all-red time. The 
state diagram in Figure 4.13 illustrates the answer to the previous question (the state described 
in Figure 4.13 diagram has TLPA1 execution corresponds to the state diagram of Figure 4.12).  
Table 4.6 Example of a traffic light plan for TLPA2 
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Going back to the example and to the phase changing between phase one and two it is 
noticed that the difference between them was in TL2 and TL4. So, to have YELLOW states in 
traffic lights it is necessary to check the next phase for non-repeating traffic lights when 
applying a new phase. For every non-repeating traffic-light it is necessary to assign a green 
state time equal to the difference between the phase time and the plan yellow time. It is also 
necessary to assign the traffic light yellow time as the defined yellow time of the plan. With 
this method traffic lights can now have correct yellow states, but they are still missing the all-
red state. To solve this it is necessary to check the previous phase for non-repeating traffic-
lights. So for every non-repeating traffic-light it is necessary to assign a green time equal to 
the difference between the phase time and the plan all-red time. It is also necessary to assign 
the traffic light current state as RED and the traffic light current state time as the all-red time 
of the plan. This may seem a little confusing, but repeating again our example but with the 
addition of the missing information to complete the plan, by assuming a yellow time of 3 
seconds and a all-red time of 2 seconds, the plan execution cycle starts with phase one. Since 
Figure 4.13 State Diagram describing the execution cycle of an intersection traffic lights using TLP2 
approach 
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this is the first run there is not any previous phase so all traffic lights of this phase are 
assumed as non-repeating traffic lights of the previous phase, meaning that an all-red state 
must be applied to them. So TL1, TL2 and TL3 will all start with their current state equal to 
RED and with their current state time equal to 2 seconds (the plan all-red time). They will also 
be assigned a green time of 8 seconds (the phase time minus the inter-green time). Before 
phase one starts it is also necessary to search the next phase (phase 2) for non-repeating traffic 
lights to see if it is necessary to assign yellow state times. TL2 is found as a non-repeating 
traffic-light (is not present in phase 2) and so its green time assignment is changed to 5 
seconds (the previously assigned 8 seconds green time minus the 3 seconds yellow time) and 
its yellow time is set as 3 seconds. Finally phase one starts executing and while the phase time 
doesn’t reaches zero, the execution cycle behaviour is the same as the one described in the 
TLPA1 approach. When it reaches zero the same behaviour described before for the 
assignment of phase one is repeated to activate phase two of the plan. In the plan phase two 
TL1 and TL2 are also present and so they will continue to have a GREEN state as their 
current state and their current state time is updated to the new phase time (10 seconds). But 
TL4 is a non-repeating traffic-light (since it isn’t in phase one but it is in phase two) and so it 
is necessary to add the all-red time. For that reason a RED state is assigned to TL4 current 
state as well as a current state time equal to the plan all-red time (2 seconds). TL4 will also 
have a green time assigned to it of 8 seconds (10s-2s). Phase three will then be check for non-
repeating traffic-lights to assign if necessary yellow state times. This time TL1 is assumed as 
a non-repeating traffic-light (Since it isn’t in phase three) and so it must have a yellow time 
assigned to it, and its green time must be changed. And so TL1 green time (that in this case is 
its current state time) is changed from 10 seconds to 7 seconds and a yellow time of 3 seconds 
is assigned to it. After all this assignments are made the execution cycle of phase two begins 
and stays active for 10 seconds until it is time to change to phase three. This process happens 
repeatedly for all phases. When phase five ends, phase one will follow it again (A visual 
representation of the example plan described is illustrated by Figure 4.27 on page 78). 
As already explained the NodeConnection class may contain a TrafficLightPlan class if 
the intersection it represents is regulated by traffic lights. So when a driver registers itself in 
the last road segment (the segment adjacent to the intersection) it asks this node if it is 
regulated by traffic lights. If it is the driver asks for the object reference that represents the 
traffic light that regulates the driver’s desired direction. This process is very similar to the one 
explained in sub-section 4.1.1, where the driver asks the NodeConnection class for the lanes 
that allows access to its desired direction. Basically the semaphoric plan object that exists in 
the node connection object contains a hash table whose keys are the set 
FromNodeConnection, ToFutureNodeConnection. As also explained a driver has three 
important variables that represents the last intersection that it crossed (FromNodeConnection), 
its current intersection destination (ToNodeConnection) and its next current intersection 
destination (ToFutureNodeConnection). Every time an intersection is crossed the driver must 
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update these three variables by reading and interpreting its trip plan. So to a driver obtain the 
reference of the traffic light that regulates the desired direction to take in the intersection he 
asks the node connection object for it by just giving the FromNodeConnection and 
ToFutureNodeConnection values. The intersection accesses the traffic light hash and returns 
the corresponded reference value. Figure 4.14 exemplifies this structure. 
 
 
4.5.2 Traffic Light XML File 
As already mentioned in a previous section of this chapter, the prototype allows loading 
networks from files. One of the files contains the traffic light plans for traffic light controlled 
intersections. As also explained in 4.5.1, the content of this file must contain enough 
information to allow the traffic lights that regulate TLI to work using the approach described 
there as TLPA1. The following code is a description of an intersection identified by ―id=1‖ 
and serves to illustrate the example described in Figure 4.11 with the data from Table 4.5: 
   
<?xml version="1.0" encoding="UTF-8"?> 
<TrafficLights> 
 <LightIntersection node="1"> 
  <IntersectionLights> 
   <TrafficLight id="1"> 
    <FromNode>0</FromNode> 
    <ToNode>4</ToNode> 
    <Position>235 250</Position> 
    <Angle>0</Angle> 
    <LightType></LightType> 
    <GreenTime>30000</GreenTime> 
    <YellowTime>3000</YellowTime> 
    <RedTime>10000</RedTime> 
   </TrafficLight> 
   <TrafficLight id="2"> 
    <FromNode>0</FromNode> 
    <ToNode>3</ToNode> 
    <Position>235 245</Position> 
    <Angle>0</Angle> 
    <LightType>1</LightType> 
    <GreenTime>25000</GreenTime> 
Figure 4.14 Double Key Hash Table containing reference to traffic lights 
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    <YellowTime>5000</YellowTime> 
    <RedTime>35000</RedTime> 
   </TrafficLight> 
   <TrafficLight id="3"> 
    <FromNode>2</FromNode> 
    <ToNode>4</ToNode> 
    <Position>250 235</Position> 
    <Angle>0</Angle> 
    <LightType></LightType> 
    <GreenTime>25000</GreenTime> 
    <YellowTime>5000</YellowTime> 
    <RedTime>35000</RedTime> 
   </TrafficLight> 
   <TrafficLight id="4"> 
    <FromNode>2</FromNode> 
    <ToNode>3</ToNode> 
    <Position>255 235</Position> 
    <Angle>0</Angle> 
    <LightType></LightType> 
    <GreenTime>25000</GreenTime> 
    <YellowTime>5000</YellowTime> 
    <RedTime>35000</RedTime> 
   </TrafficLight> 
   <TrafficLight id="5"> 
    <FromNode>3</FromNode> 
    <ToNode>4</ToNode> 
    <Position>265 255</Position> 
    <Angle>0</Angle> 
    <LightType></LightType> 
    <GreenTime>25000</GreenTime> 
    <YellowTime>5000</YellowTime> 
    <RedTime>35000</RedTime> 
   </TrafficLight> 
   <TrafficLight id="6"> 
    <FromNode>4</FromNode> 
    <ToNode>0</ToNode> 
    <Position>246 265</Position> 
    <Angle>0</Angle> 
    <LightType></LightType> 
    <GreenTime>10000</GreenTime> 
    <YellowTime>3000</YellowTime> 
    <RedTime>30000</RedTime> 
   </TrafficLight> 
  </IntersectionLights> 
  <IntersectionLightPlan> 
   <TrafficLight id="1"> 
    <InitialLightState>GREEN</InitialLightState> 
    <InitialTimeOfState>25000</InitialTimeOfState> 
    <SetInternalTime>0</SetInternalTime> 
   </TrafficLight> 
   <TrafficLight id="2"> 
    <InitialLightState>RED</InitialLightState> 
    <InitialTimeOfState>5000</InitialTimeOfState> 
    <SetInternalTime>0</SetInternalTime> 
   </TrafficLight> 
   <TrafficLight id="3"> 
    <InitialLightState>RED</InitialLightState> 
    <InitialTimeOfState>35000</InitialTimeOfState> 
    <SetInternalTime>0</SetInternalTime> 
   </TrafficLight> 
   <TrafficLight id="4"> 
    <InitialLightState>RED</InitialLightState> 
    <InitialTimeOfState>35000</InitialTimeOfState> 
    <SetInternalTime>0</SetInternalTime> 
   </TrafficLight> 
   <TrafficLight id="5"> 
    <InitialLightState>RED</InitialLightState> 
    <InitialTimeOfState>35000</InitialTimeOfState> 
    <SetInternalTime>0</SetInternalTime> 
   </TrafficLight> 
   <TrafficLight id="6"> 
    <InitialLightState>RED</InitialLightState> 
    <InitialTimeOfState>35000</InitialTimeOfState> 
    <SetInternalTime>0</SetInternalTime> 
   </TrafficLight> 
  </IntersectionLightPlan> 
 </LightIntersection> 
</TrafficLights> 
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The XML description of the file is very easy to understand. The root tag of the XML is 
named TrafficLights and all traffic light content must be described inside of this tag. The 
LightIntersection tag identifies the traffic light intersection. All traffic light information 
concerning a respective node must be nested inside this tag. This tag has an attribute that 
identifies the intersection. In the code example all child tags nested inside of the following 
 
<LightIntersection node="1"> 
… 
</LightIntersection> 
 
contains information relative to the intersection identified by id=1. There are two main 
child tags that must be nested inside the LightIntersection tag, namely the IntersectionLights 
tag and the IntersectionLightPlan tag. Nested inside of it the IntersectionLights tag contains 
information about all traffic lights that exist in the intersection, their position, state times and 
the directions they regulate. The IntersectionLightPlan contains information about the start 
state of each traffic light. For example it is possible to see in XML file that a traffic light 
described as id=1 will be drawn in a position with x,y coordinates equal to 235 and 250,it will 
regulate the direction from node id=0 to node id=4 of the intersection node id=1 and will be 
assigned a green state time of 30000ms, a yellow state time of 3000ms and a red state time of 
10000ms. The information inside the IntersectionLightPlan tag describes the initial state and 
initial state time of each traffic light. The traffic light with an id=1 will start with a GREEN 
state and will maintain it for 25000ms. Examining the data in Table 4.5 it is possible to 
conclude that it contains exactly the same information as the one given in the XML example 
provided. 
The class named TrafficLightFileParser is responsible for loading the traffic light 
information from the XML file by using a SAX parser. Data consistency checks are made, to 
validate the loaded data. Only if the validation is positive is the data loaded into the simulator. 
Errors are treated and messages are sent to the user in case of syntax errors or data 
consistency problems which may occur while loading the traffic lights into the simulator. 
4.5.3 Communication Protocol 
This sub-section describes the simulator main data structures responsible for handling the 
incomming and outgoing information. It also describes the protocol messages for the 
implemented communication features. 
Traffic light intersections can be managed by independent applications. Using a specific 
communication protocol, through UDP sockets, an outside application can modify a traffic 
light plan of an intersection based on traffic flow information of the entering and exiting roads 
of the intersection. In the implemented prototype a traffic light management application may: 
 ask the simulator for a list of unregistered traffic light intersections; 
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 register as the traffic light control manager, and receive the necessary intersection and 
traffic light topology information; 
 receive traffic light state information and timings; 
 change the traffic light plan of an intersection; 
 receive information about the traffic flow of all road entering and road exiting of the 
intersection, as well as the traffic flow that is affected by each traffic light. 
There are two main classes in the simulator responsible for outside applications message 
handling, the SimulationMessageHandler class and the CommunicationPortHandler class. 
The CommunicationPortHandler class contains the basic low level methods that allow 
communication through UDP sockets. The SimulationMessageHandler class is responsible 
for all outside communication (using the CommunicationPortHandler), for identifying 
message types (driver’s messages, traffic light messages, graphic interface messages, statistics 
messages and so on), and for using an appropriate class to construct or to interpret a specific 
message. In the current developed prototype only traffic light management can be made 
outside the simulation application. Every time the SimulationMessageHandler receives or 
sends a traffic light message it must use the class SemaphoreMessageHandler class that 
correctly interprets a received message or correctly constructs a message that must be sent to 
semaphore-based control application. This shows the modularity of this communication 
system. For example, in the future driver agents will also be controlling the simulation cars 
from outside applications. Only the DriverMessageHandler has to be implemented and no 
change must be done to the rest of the messages classes. 
The communication protocol is basically represented by strings that are sent through UDP 
sockets. All the simulation messages that are received by the simulator must have a header 
separated by the pipe character (―|‖) that represents the type of the received command. Figure 
4.15 illustrates the simulator messages format. Traffic Light messages are identified by a 
header equals to 0. 
 
 
For traffic light messages the COMMAND_BODY also has a header that identifies the 
request action. For an intersection list request this header must be 0, whereas for a registration 
request this header must be 1 and for a traffic light plan change request this header should be 
2. 
There are three different requests for obtaining an unregister TLI list: 
 Lists all unregistered traffic light intersections; 
 List a limited number of traffic light intersections; 
 List all traffic light intersections between two given intersections. 
Figure 4.15 Simulation message 
string format 
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The string format of the message for each of these different types of listing requests is 
illustrated in Figure 4.16. 
 
 
There are two different types of responses that the simulator can make to list requests, 
which are illustrated in Figure 4.17.  
 
 
To control and to receive traffic light information from a certain intersection, a TLMA 
must first register as the control manager of that same intersection. Only a registered 
application may manage a traffic light intersection, and there can be only one application per 
traffic light intersection. Figure 4.18 depicts the message format that a TLMA needs to send 
to the simulator so as to register itself as the controller of an intersection.  
 
 Figure 4.18 Register Traffic Light 
request format 
Figure 4.17 Simulator unregister intersection list response 
format 
Figure 4.16 Traffic Light unregister intersection list request 
protocol 
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Again two types of responses may be received in answer to this type of request. The 
command failed message is similar to the one previously described by Figure 4.17. If the 
register request is successfully executed the simulator answers with all the necessary 
information for that intersection. The format of the response is described in Figure 4.19. 
 
 
When the simulator accepts the TLMA registration it saves the TLMA IP address in the 
intersection object representation to be able to contact it and send it TLI information updates. 
The TLMA must activate a listener to a pre-defined port so it can receive the simulator 
updates. After a TLMA registers the control of an intersection it will periodically receive 
information updates. In the current prototype two types of information updates are sent from 
the simulator to the registered TLMA: 
 Traffic light states and time updates 
 Intersection sensor information updates 
The traffic light states and time updates are sent every time there is a state change in any 
of the traffic lights of the intersection. The intersection sensor information update basically 
gives enough information to calculate the traffic flow on entries or exits of intersections, as 
well as the percentage of traffic flow that each traffic light affects. Figure 4.20 illustrates the 
traffic light update message format. 
 
Figure 4.19 Simulator Register Traffic Light Responses 
Format 
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The intersection sensor information format is described in Figure 4.21. In the figure a 
description of ―traffic light fromNode‖ is mentioned, and should be understood as the 
direction that cars take from an intersection to the traffic light position in the registered 
intersection. 
 
 
4.6 Traffic Light Management Application 
This section describes how the TLMA agent analyses and processes all the information 
that it receives from the TLI and how it makes its decisions to try to improve the volume of 
traffic in every entry of the intersection. The following sections discuss the devised 
architecture in detail. 
4.6.1 The Jade Platform 
The JADE framework [49] is an open-source software framework implemented in Java 
that simplifies the implementation of multi-agent systems. Two very important features 
Figure 4.21 Sensor Information Update message Format 
Figure 4.20 Traffic Light Update Message 
Format 
Specification and Implementation of an Artificial Transport System Prototype Development 
 
71 
 
provided by this framework are a middle-ware that is compliant with the FIPA specifications 
[50] and a set of graphical tools that support debugging and software deployment. It allows 
agent distribution across different machines with different operating systems and its 
configuration can be controlled via a remote GUI. It also allows changing the system 
configuration at run-time and moving agents from one machine to another every time it is 
required. These features are quite desirable for the present work so JADE was the first option 
to underlie the current implementation. 
There are several papers published that describe multi-agent systems developed using this 
framework. An interesting paper that describes a study of efficiency and performance carried 
out to the JADE framework that can be found in [51]. It also contains several references to 
JADE based works. The results presented in that work led the authors to conclude that the 
JADE framework is a very efficient environment limited only by the standard limitations of 
the Java programming language. 
4.6.2 Agent Architecture and Data Model 
The developed agent architecture is very simple and is based on the JADE agent’s 
architecture. When running the JADE platform with GUI support, the platform automatically 
starts three agents: 
 RMA – the Remote Management Agent which handles the GUI interface; 
 AMS – the Agent Management Service that is the core agent that keeps track of all 
JADE programmes and agents in the system; 
 DF – the Directory Facility agent is a yellow page service where agents publish their 
services. 
A JADE container is nothing more than different JADE environments that can be used for 
example to aggregate agents that conceptually have the same objectives. On a typical Jade 
application there exist several different containers where the various agents may be executing 
from several different computers. There is one central agent (the AMS) that is responsible for 
keeping track of all agent addresses. Similar to the AMS there can be only one DF agent. The 
JADE platform program that runs the AMS and the DF is called the ―Main-Container‖ and 
must be the first program to be started. All other agents may be started in different machines 
by specifying the host-address of the Main-Container so it can connect to the existing AMS 
and DF agents. The host specification is not necessary if the agents are started in the same 
machine of the Main-Container. 
A semaphore agent has been developed in java that is able to control a single traffic light 
intersection. Figure 4.22 illustrates the architecture overview of the JADE agent. 
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The agent architecture is based on the generic JADE agent architecture and is detailed in 
Figure 4.23. The agent is composed of a simple ontology where it organises and represents its 
knowledge of the world state. The ontology is basically formed by three classes: 
 Intersection Semaphore class – This class represents the intersection that the agent 
controls. It contains information about the intersection position, the neighbouring 
intersections that have roads connecting them to it, the intersection traffic lights and 
the directions they control and a set of possible traffic light plans that can be applied in 
this intersection. 
 Intersection Connection class – This class represents the neighbour intersections that 
have roads that connect them to the controlled intersection. It contains information 
about the traffic flow that arrives or leaves the controlled intersection that is coming 
from this neighbour intersection. It also saves the references of the traffic lights that 
regulate traffic coming from the neighbour intersection to the controlled intersection.   
 Traffic Light class – This class represents a traffic light of the controlled intersection. 
It contains information about the direction it controls  (the neighbour intersection from 
where traffic will come from and of the neighbour intersection that traffic will go to 
when exiting the controlled intersection when regulated by the current traffic light), its 
current state, time left to change state, total green, yellow and red state time, a list of 
traffic lights that have collision directions, a list of traffic lights that do not have 
collision directions and finally the number of vehicles that followed the direction 
regulated by it.  
 Traffic Light Plan class – This class represents a possible traffic light plan of the 
controlled intersection.  It contains information about the traffic light phases and their 
different times. 
Figure 4.22 Agent Platform overview 
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The implemented agent has a graphical interface that allows user interaction. The 
graphical interface allows the user to configure the connection parameters that allow the 
interaction with the simulator. It also allows the user to choose the intersection that the agent 
should control. Through this interface the user can analyse the data that the agent receives 
(traffic light states and intersection traffic flows). 
The behaviour manager module is responsible for activating the correct agent behaviours. 
For example, before the agent start to regulate a traffic light intersection, it is necessary that a 
user chooses the intersection that it should manage. To give this option to the user the 
behaviour manager must activate the request traffic lights intersection behaviour, so it renders 
in its GUI a list of manageable TLI. After the user chooses an intersection the Behaviour 
Manager must activate the request registration behaviour. If the registration is successful the 
agent will start receiving updates from the running simulation, and based on this information 
it can or not decide to change the intersection traffic light plan. If it decides to change the plan 
a request plan change behaviour must be activated. 
The private inbox of ACL messages module exists in every JADE agent, and allow 
communication between agents. The current prototype does not use this module, but when it 
is decided to implement the cooperation between semaphore agents this module will be 
responsible for receiving, sending and interpreting messages. 
The Simulator Communicator module basically contains two classes, the 
CommandHandler class and the ConnectionsConfiguration class. This module is responsible 
for message exchanging between the agent and the simulator. 
In the current prototype the capabilities module contains user defined traffic light plans. 
An agent can choose from this list a possible traffic light plan to be applied to the traffic light 
intersection based on new received data. This will be better detailed in the next sub-section. 
Figure 4.23 Semaphore Agent Architecture 
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4.6.3 Execution Details 
As described in the last section the developed agent provides a graphical interface that 
allows user interaction. When a semaphore agent is started it waits for the user to insert the 
connection properties to access the running simulation. The connection settings dialog is 
illustrated in Figure 4.24. 
 
 
After the user inserts the correct settings the agent sends a request to the simulator to 
obtain a list of unregistered TLI. After receiving the simulator response the agent again waits 
for user interaction. This time the user must choose the intersection that the agent should 
monitor and control. When the user chooses the intersection another request is sent by the 
agent to the simulator. The agent sends the request for registering control of the chosen 
intersection to the simulator. If it is successfully executed the simulator sends the agent all the 
necessary information about the intersection the agent choose to control. After the information 
is received and treated (this will be detailed latter on), the agent renders this information to the 
GUI and also adds to it some suggested traffic light plans that the user may choose to apply to 
regulate the current controlled intersection. After that the agent again waits for user 
interaction. Now the user must choose or set possible plans to control the traffic lights of the 
intersection. It also needs to add a threshold value that will serve as a determinant factor in the 
agent decision for choosing the appropriate plan to apply based on the received traffic flow 
information sent by the simulator. When the user sets up all this information the agent will 
randomly choose one of the user defined plans and will send a request to the simulator to 
apply the plan to the traffic lights of the intersection. If the request is successful, the plan sent 
by the agent is applied to the TLI. The simulator will also send the TLMA in regular time 
intervals (by default every one minute), traffic flow information for each entry and exit of the 
intersection, as well as the percentage of the amount of cars that are affected by each traffic 
light. The simulator also sends traffic light state information every time a traffic light state 
change occurs. Based on the received flow information and in the user defined threshold 
value, the agent must decide whether to change the current traffic light plan being executed in 
Figure 4.24 Connection Configurations GUI 
Dialog 
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the controlled intersection. If it is found not to be appropriate any more the agent chooses a 
more appropriate one and sends the simulator a request to change the traffic light plan. These 
actions are summarised through the diagram in Figure 4.25. 
 
Three important issues have still not been discussed: 
 How the agent processes the received information? 
 How does it create a list of possible traffic light plans that can be applied to the 
controlled intersection? 
 How does it decide to modify a traffic light plan currently being applied in an 
intersection? 
When the agent receives the intersection information it immediately starts to organise it. It 
starts by associating the traffic lights (and the direction they are associated to) with the 
neighbour intersections. Again consider the same example given in Figure 4.11. The TL1 and 
TL2 are associated to a neighbour intersection, identified as Int0, as the traffic controllers of 
all incoming traffic coming from Int0 to the controlled intersection. TL1 TL3 and TL5 are 
associated to the neighbour intersection Int4 as the traffic controllers of all outgoing traffic 
exiting the controlled intersection in the direction of Int4. These associations are made for all 
Figure 4.25 Sequence Diagram of TLMA agent start up 
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traffic lights and neighbour intersections. After it finished the association process the agent 
starts to calculate the traffic lights directions that are conflicting to each other. This is possible 
because the simulator sends information about the location of the controlled intersection and 
its neighbouring intersections. Analysing Figure 4.11 again it is easy to observe that the 
direction controlled by TL2 has two colliding directions (the directions controlled by traffic 
light TL3 and TL4). After calculating all the colliding traffic light directions the agent tries to 
aggregate different sets of maximal non-colliding traffic-lights. This set represents different 
combinations of the intersection traffic lights that can have a green state at the same time 
without having colliding directions. Table 4.7 shows the results set of the agent traffic light 
calculation for the intersection of the example illustrated in Figure 4.11. The traffic light sets 
obtained can be considered as the possible traffic light phases of a traffic light plan. 
Phase 1 {TL1,TL2,TL6} 
Phase 2 {TL1,TL4,TL6} 
Phase 3 {TL2,TL5,TL6} 
Phase 4 {TL3,TL4,TL6} 
Phase 5 {TL4,TL5,TL6} 
Two approaches have been chosen for the agent action of creating some traffic light plans 
to be suggested to the user. Only one of them has been implemented but both will be 
discussed. The first one (implemented in the prototype) uses exactly the same traffic light sets 
that resulted from the calculation of the different combinations of non-colliding traffic lights 
directions. This approach only tries to optimize the ordering of the set based on traffic light 
repetitions. 
Analysing the sets presented in Table 4.7 it is possible to observe that phase 1 and phase 2 
have two repeated traffic lights (TL1 and TL6). So what this approach does is to maximise the 
number of repetitions in neighbouring phases. This is done using a weighted graph and the 
connections weights are considered to be the number of repeating traffic lights from one 
phase to the other. An example graph based on the results presented in Table 4.7 is illustrated 
in Figure 4.26. 
Table 4.7 Calculated phases of the intersection of Figure 4.11 
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The algorithm to calculate the traffic light plan just needs to find the longest path (where 
the distance between nodes is represented by the connection weight) of the graph, starting at 
phase 1 and ending in any other node but passing by all the other nodes only once. This is sort 
of similar to the Travelling Salesman Problem, differing from it as only the longest path is 
desirable. For the example graph of Figure 4.26 the agent traffic light plans that are suggested 
to the user are the traffic light plans presented in Table 4.8. 
 Plan 1 Plan 2 Plan 3 
Phase 1 { TL1; TL2; 
TL6} 
{ TL1; TL2; 
TL6} 
{ TL1; TL2; 
TL6} 
Phase 2 { TL2; TL5; 
TL6} 
{TL1; TL4; TL6} { TL2; TL5; 
TL6} 
Phase 3 { TL4; TL5; 
TL6} 
{ TL3; TL4; 
TL6} 
{ TL4; TL5; 
TL6} 
Phase 4 { TL1; TL4; 
TL6} 
{ TL4; TL5; 
TL6} 
{ TL3; TL4; 
TL6} 
Phase 5 { TL3; TL4; 
TL6} 
{ TL2; TL5; 
TL6} 
{ TL1; TL4; 
TL6} 
Evaluation 8 8 8 
The advantage of this ordering is relatively easy to understand. When the user chooses the 
suggested Plan 2 and assigns times (for instance: 10; 10; 20; 10; 10; in seconds) to each of its 
phases the plan cycle illustrated in Figure 4.27 is obtained. 
Table 4.8 Agent suggestions as possible traffic light plans to control the intersection of Figure 4.11 
Figure 4.26 Example of a weighted graph based on the phases 
presented in Table 4.7 
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Analysing the Plan 2 cycle, it is possible to notice that all traffic lights of the intersection 
with exception of TL3 may stay in a GREEN state at least in two consecutive different 
phases. In this particular example it is even observable that TL6 can always stay in a GREEN 
state. An obvious disadvantage is the amount of phases each plan has. Without being an 
expert on traffic control it is easy to calculate a traffic light plan with only three phases. This 
approach still needs some optimization which will be discussed in the second approach 
described next.  
The other approach for the construction of possible traffic light plans for the intersection 
(this one has not been implemented in the developed prototype) also uses the set of traffic 
light sets that resulted from the calculation of the different combinations of non-colliding 
traffic lights directions. But in this approach, a plan with the minimal number of phases is to 
be created. To achieve this is only a matter of eliminating recurrent traffic lights from the non-
colliding traffic light directions list. The algorithm to achieve this is very simple and is based 
on a simple tree construction. The tree construction is exemplified in Figure 4.28 by using the 
non-colliding set of traffic lights represented in Table 4.7. 
Figure 4.27 Table 4.8 Plan 2 execution cycle 
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After constructing the tree the agent chooses the shortest branches and eliminates plans 
that contain exactly the same phases (for now the order of the phases does not matter and so if 
a tree branch contains exactly the same combination of phases but in a different order as any 
other branch, one of them is eliminated because they are consider to be the same). Because 
the agent previously calculated the colliding directions it knows what traffic lights can be 
added to each phase of the calculated traffic light plan with no colliding traffic lights in the 
same phase. It is exactly what it does and the result applied to our example is shown in Table 
4.9. 
Phases Plan 1 Plan 2 Plan 3 
1 TL1,TL2,TL6 TL1,TL2,TL6 TL1,TL4,TL6 
2 TL4,TL5,TL6 TL2, TL5,TL6 TL3,TL4,TL6 
3 TL3,TL4,TL6 TL3,TL4,TL6 TL2,TL5,TL6 
Finally the agent applies the ordering optimisation previously described on the first 
approach. This second methodology eliminates the problem of having too many traffic light 
phases (as it happens with the first approach) and also applies the order optimisation having 
the better of the two worlds. 
The user may choose one of the suggested agent plans or he can create one himself. After 
the phases are defined the user must set the phase times of the plan. He must define at least 
two different set of times. This means that the user basically defines at least two distinct plans 
that have exactly the same phases but differ in phase timings. The user must also define a 
threshold value. The threshold value is basically a factor that will make the agent decide 
whether to change or maintain the current traffic light plan. When the difference between the 
highest (worst) traffic volume and the lowest (best) traffic volume is higher than the threshold 
Table 4.9 Agent traffic light suggestion to the user for example of Figure 4.11 
Figure 4.28 Example of the tree used to calculate the minimal number of possible phases 
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value then the agent will try to change the current traffic light plan. Formalising the decision 
can be represented as follows: 
ℇ =  𝑣 𝑖𝑗 − 𝑣 𝑖𝑗                          [4.5] 
ℇ > 𝑡𝑕𝑟𝑒𝑠𝑕𝑜𝑙𝑑 𝑉𝑎𝑙𝑢𝑒             [4.6] 
Where: 
 ℇ → 𝐸𝑣𝑎𝑙𝑢𝑎𝑡𝑖𝑜𝑛 𝑣𝑎𝑙𝑢𝑒 
𝑣 𝑖𝑗 → 𝑊𝑜𝑟𝑠𝑡 𝑡𝑟𝑎𝑓𝑓𝑖𝑐 𝑣𝑜𝑙𝑢𝑚𝑒 𝑜𝑓 𝑡𝑟𝑎𝑓𝑓𝑖𝑐 𝑐𝑜𝑚𝑖𝑛𝑔 𝑓𝑟𝑜𝑚 𝑛𝑒𝑖𝑔𝑏𝑜𝑢𝑟 𝑖 𝑟𝑒𝑙𝑎𝑡𝑖𝑣𝑒 𝑡𝑜 𝑝𝑕𝑎𝑠𝑒 𝑗 
𝑣 𝑖𝑗 → 𝐵𝑒𝑠𝑡 𝑡𝑟𝑎𝑓𝑓𝑖𝑐 𝑣𝑜𝑙𝑢𝑚𝑒 𝑜𝑓 𝑡𝑟𝑎𝑓𝑓𝑖𝑐 𝑐𝑜𝑚𝑚𝑖𝑛𝑔 𝑓𝑟𝑜𝑚 𝑛𝑒𝑖𝑔𝑕𝑏𝑜𝑢𝑟 𝑖 𝑟𝑒𝑙𝑎𝑡𝑖𝑣𝑒 𝑡𝑜 𝑝𝑕𝑎𝑠𝑒 𝑗 
It tries to find a plan where the phase that corresponds to the current plan is worst (worst 
volume) has a higher value assigned to its phase time. If there is more than one, or none can 
be found, it will choose the plan where the phase that corresponds to the current plan phase 
with the best volume has the lowest value assigned to its phase time. To exemplify this let us 
assume that the user selected Plan 3 of Table 4.9, and for each of the same phases assigned 
three distinct phase times. This means that the agent will have exactly three different plans to 
choose which have exactly the same phases but with different phase times. Consider also the 
user as set a threshold value of 100. 
 Plan 1 Plan 2 Plan 3 
Phase 1 15s 15s 20s 
Phase 2 20s 10s 15s 
Phase 3 15s 20s 10s 
Imagining that the agent starts by applying Plan 1, after a certain period of time the agent 
receives flow information. If the volume of traffic at the intersection entry controlled by TL1 
and TL2 (with 250 vehicles per hour, where TL1 regulates 80% of the volume and TL2 20%) 
is considered to have the worst volume of all other entries, and assuming the intersection 
entry controlled by TL4 and TL5 is the best volume (with 50 vehicles per hour where TL4 
regulates 65% of the volume and TL5 35%), then the difference between the worst and best 
traffic volume is: 
0.8 ∗ 250 − 0.35 ∗ 50 = 182.5 
The evaluation is bigger than the threshold, meaning the agent must try to change the 
traffic light plan. It must try to find a plan where phases that contain TL1 have a greater phase 
time than on the current plan. In the case of TL1 this is only true in phase 1 of the plan. This 
means the agent must choose between Plan 2 and Plan 3. Observing Table 4.10 it is easy to 
Table 4.10 An Example of user time assignment 
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notice that only Plan 3 has more time assigned to phase 1 and so this plan will be the agent’s 
choice. 
4.7 Summary 
This chapter described the developed prototype and the main implementation details of its 
features. The prototype main features described were: 
 Dynamic network construction and network loading; 
 3D Graphical Visualization of the simulation 
 The Support of different Car-Following and Lane-Changing models for drivers 
decisions in the same simulation; 
 Prioritised Intersections; 
 Traffic Light Intersections; 
 External Traffic Light applications to control traffic light intersections 
 Traffic Light intersection sensor information retrieval by outside applications 
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Chapter 5 
5 Simulation Results 
This chapter will describe some experimental results obtained in the simulation of a 
simple example network, applying some changes to it and analysing the output provided by 
the simulator and agent application prototypes. 
This chapter will start by defining the test scenario, and then it will discuss the obtained 
results. 
5.1 Test Scenario Definition 
The test scenario is based on a very simple network that has been coded into the network 
XML format defined for the developed simulator prototype. The XML code for the example 
network can be consulted in Appendix A and was built through the network editor developed 
within the MAS-T
2
er project. 
The example network used in the test scenario is illustrated in Figure 5.1. Intersection 1 is 
regulated by traffic lights whose configurations are described in Table 5.1. Intersection 4 is a 
prioritised intersection where vehicles to the right of other vehicles have priority in crossing 
the intersection. 
Traffic Lights Id Direction 
TL 1 From Intersection 0 to Intersection 4 
Table 5.1 Traffic Light Configurations 
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TL 2 From Intersection 0 to Intersection 3 
TL 3 From Intersection 2 to Intersection 4 
TL 4 From Intersection 2 to Intersection 3 
TL 5 From Intersection 3 to Intersection 4 
TL 6 From Intersection 4 to Intersection 0 
 
Figure 5.1 Network used in the test scenarios 
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Three different traffic configurations were tested with the objective of understanding the 
influence of the implemented traffic control agent on the traffic flow of the roads that are 
connected to intersection 1. The test scenarios carried out were as follows: 
 Low Traffic Scenario: the source intersection 0 will generate 250 vehicles per 
hour, intersection 2 will generate 220 vehicles per hour, intersection 3 will 
generate 150 vehicles per hour and intersection 5 will generate 150 vehicles per 
hour. 
 Medium Traffic Scenario: the source intersection 0 will generate 700 vehicles 
per hour, intersection 2 will generate 600 vehicles per hour, intersection 3 will 
generate 200 vehicles per hour and intersection 5 will generate 800 vehicles per 
hour. 
 High Traffic Scenario: the source intersection 0 will generate 1250 vehicles per 
hour, intersection 2 will generate 1250 vehicles per hour and intersection 5 will 
generate 900 vehicles per hour. 
The goal for this test plan was to analyse the influence that the implemented traffic 
controller agent has in the three defined test scenarios. The defined scenarios were inspired in 
the daily profile of an urban network that usually is characterised by three distinct scenarios 
off-peak traffic flow (for instance between 10:00pm and 6:00am), small peak period (for 
instance the lunch peak period) and highest peak period (for instance between 7:00 am and 
9:30 am or 19:00pm and 21:30pm).  
Four different types of simulation runs were planned for each of the above traffic 
configurations. The first three runs were carried out with no agent controlling the traffic light 
intersection. The traffic lights followed a static plan, all having exactly the same phase 
configurations (described in Table 5.2) but with different phase timings for each of the 
simulations run. The fourth simulation was carried out with a traffic light agent controlling 
intersection 0, which could decide to apply any of the three plans used in the previous 
simulations at any time to try to improve the intersection entering the traffic flow. 
Phase Id Phase Configuration 
Phase 1 {TL1;TL2;TL6} 
Phase 2 {TL3;TL4;TL6} 
Phase 3 {TL4;TL5;TL6} 
It has not been included in the objectives of the test plan the evaluation of the car-
following and lane-changing models used by the drivers to decide their actions. Nonetheless, 
the input parameters for the models used in the simulation were similar to the ones suggested 
by their authors [15] [16]. The used parameters were the same for all the simulations 
Table 5.2 Plan Phase Configuration 
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presented in this chapter and are described in Table 5.3. Nevertheless, other simulations not 
herein described, were made using different parameter values for the models. Changing those 
parameters resulted in significant changes in the simulation output from those tests. 
Parameter Car-Drivers Truck-Drivers 
Politeness Factor Between 1% and 50% Between 0%
  
and 50% 
Maximum Safe 
Deceleration 
Between 3 m/s
2 
and 6 m/s
2 
Between 3 m/s
2 
and 6 m/s
2
 
Threshold 0.2 0.2 
Bias to the right lane 0.2 m/s
2 
0.2 m/s
2
 
Desired Velocity 
Randomly between 35 
km/h and 100 km/h 
Randomly between 30 
km/h and 80 km/h 
Time headway 
Randomly between 1s 
and 1.5s 
Randomly between 
1,3s and 2 s 
Minimum gap 2.0m 2.0m 
Acceleration 0.5m/s
2 
0.3 m/s
2 
Deceleration 2.0 m/s
2
 1.0 m/s
2
 
As it can be seen in Table 5.3 two different types of drivers (and of course vehicles) with 
different model parameters were used in the simulations, the car drivers and the truck drivers. 
The traffic flow percentage of the two types of drivers in each of the source intersections are 
described in Table 5.4. 
Source  
Intersections 
Percentage of Car 
Drivers 
Percentage of Truck 
Drivers 
Intersection 0 80% 20% 
Intersection 2 80% 20% 
Intersection 3 80% 20% 
Intersection 5 80% 20% 
The percentage of the two types of drivers/vehicles was the same for all the simulation 
runs. All the simulations were run with the same value assigned to the simulation time step 
Table 5.3 Car-Following and Lane-Changing parameters used in the simulations 
Table 5.4 Car drivers and Truck driver’s traffic flow percentage in each source intersection node 
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(100ms). The simulation times were accelerated to three times the real time, meaning that 
each 100ms in real time is actually into 300ms of simulated time. 
Finally, the trip assignment set in all the network source intersections were also the same 
for all the simulation experiments. The paths and the percentage of drivers that will choose 
them are described in Table 5.5. 
Source 
Intersection 
Path 1 
Choose 
Percentage 
(path 1) 
Path 2 
Choose 
Percentage 
(path 2) 
Path 3 
Choose 
Percentage 
(path 3) 
Intersection 0 {0;1;4;7} 25% {0;1;4;6} 10% {0;1;3} 65% 
Intersection 2 {2;1;3} 30% {2;1;4;7} 50% {2;1;4;6} 20% 
Intersection 3 {3;1;4;6} 25% {3;1;4;7} 75% ---------- --------------- 
Intersection 5 {5;4;7} 25% {5;4;6} 55% {5;4;1;0} 20% 
The following sections will discuss on the obtained results using the configurations 
described above.  
5.2 Low Traffic Scenario 
In general, this hypothetical scenario can be interpreted in to reality as the off-peak time of 
an urban traffic network (usually it corresponds to the time of day between 10pm and 7am in 
a daily profile of 24 hours). 
The four simulations executed in this scenario used the phase configuration detailed in 
Table 5.2 for regulating the traffic lights in intersection 1. For each of the described phases a 
time value was assigned differently to each of the first three simulations creating three 
different plans (see Table 5.6). Plan 1 was used in the first simulation, Plan 2 was used in the 
second simulation and finally Plan 3 was used in the third simulation. 
Control Plans Phase 1 Times  Phase 2 Times Phase 3 Times 
Plan 1 10 s 20 s 20 s 
Plan 2 20 s 10 s 5 s 
Plan 3 15 s 10 s 20 s 
Table 5.5 Trip Assignment Configuration Values 
Table 5.6 Phase Time Values of the created Control Plans 
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The real-time execution period for all the performed simulations was of twenty minutes 
that corresponded to 60 minutes in simulation time. 
The results obtained for the number of approaching vehicles at intersection 1, in each road 
for the performed simulations in this scenario, are depicted in Figure 42, Figure 43 and in 
Figure 44. 
 
 
 
Figure 5.2: Number of approaching vehicles of intersection 1 (first simulation of 
the first scenario) 
Figure 5.3: Number of approaching vehicles of intersection 1 (second simulation of 
the first scenario) 
Figure 5.4 Number of approaching vehicles of intersection 1 (third simulation of the 
first scenario) 
Specification and Implementation of a Artificial Transport System Simulation Results 
 
89 
 
 
As expected, observing the plots of this scenario, it is possible to see that the roads 
connected to intersection 1 always had a small flow of vehicles approaching the intersection. 
The average journey times of those roads are presented in Table 5.7. The value set for the 
agent threshold was six vehicles. 
 1st simulation 2nd simulation 3rd simulation 4th simulation 
Road 1 57.14 s 45.3 s 34.8 s 45.0 s 
Road 2 35.2 s 53.5 s 47.0 s 47.0 s 
Road 3 34.9 s 31.5 s 35.5 s 34.5 s 
Road 4 16.3 s 16.9s 16.7s 16.8s 
Average 35.88 s 36.8s 33.5s 35.8s 
As it can been seen by the results of the simulations the values do not suffer significant 
variations. The advantages in the use of a traffic control agent regulating the traffic lights in 
this type of intersections in comparison to the use of static plans are not shown with the 
obtained results. Although changing the threshold value of the agent would most certainly 
change the values of the results, it is believed that even so the results would not have 
significant changes. 
The conclusion of these results strengthen the belief that traffic light intersections with a 
low traffic flow can work well with a static plan and will not gain significant advantages in 
traffic flow improvement if an agent is set up to regulate them.  
Figure 5.5 Number of approaching vehicles of intersection 1 (forth simulation of the 
first scenario) 
Table 5.7 Vehicles average journey time in roads connected to intersection 1 (Scenario 1)  
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5.3 Medium Traffic Scenario 
This medium traffic scenario can be interpreted in real traffic conditions as a possible 
approach to represent a small peak time of an urban traffic network (usually it corresponds to 
the time of day between 12am and 2pm or the lunch peak period in a 24-hour daily profile). 
The obtained results for the number of approaching vehicles of intersection 1, in each road 
in this scenario, are depicted in Figure 5.6, Figure 5.7, Figure 5.8 and Figure 5.9. In this 
approach the fourth simulation was allowed to run for more than twenty minutes (it executed 
for sixty minutes real time corresponding to three hours of simulated time) and the reason for 
that will be discussed later on. 
 
 
 
Figure 5.6  Number of approaching vehicles of intersection 1 (first simulation of the 
second scenario) 
Figure 5.7  Number of approaching vehicles of intersection 1 (second simulation of the 
second scenario) 
Figure 5.8  Number of approaching vehicles of intersection 1 (third simulation of the 
second scenario) 
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As expected, observing the plots of this scenario, it is possible to see that the roads that are 
connected to intersection 1 have much more traffic flow variations than the ones presented in 
the previous scenario. The average journey times after twenty minutes of simulation are 
presented in Table 5.8. The value set for the agent threshold was of thirty vehicles. 
 1st simulation 2nd simulation 3rd simulation 4th simulation 
Road 1 442.5 s 121.5 s 38.8 s 94,4 
Road 2 41,5 s 515.9 s 417.1 s 117,3 
Road 3 35.6 s 32.8 s 35.1 s 35,2 
Road 4 20.5 s 20.3s 22.35s 24,1 
Average 135.03 s 172.62 s 128,33s 67,75 
As it can be seen in Figure 5.7 and Figure 5.8, the static traffic light plan used greatly 
deteriorates the traffic flow approaching intersection 1 from road 2. On the other hand, the 
simulation results plotted in Figure 5.6 show that the used traffic light plan greatly 
deteriorates the traffic flow approaching intersection 1 from road 1 too. Figure 5.9 shows a 
variation between improvement and deterioration of traffic flow approaching intersection 1 
from both road 1 and road 2. 
The results plotted in Table 5.8 show that when the agent is regulating intersection 1, the 
average journey time of all roads connected to it is notably improved when compared to the 
other three simulations. Even with such a simple control strategy used by the implemented 
agent it is possible to notice a remarkable improvement of the intersection traffic flow. 
The results illustrated in Table 5.8 show the average journey time after twenty minutes of 
simulation. When running the fourth simulation it was decided to continue it for more forty 
minutes. The reason for this was to verify if the average journey time maintained its value 
without much variation. The journey times for the forth simulation are illustrated in Figure 
5.10.  
Figure 5.9 Number of approaching vehicles of intersection 1 (forth simulation of 
the second scenario) 
Table 5.8 Vehicles average journey time in the roads connected to intersection 1 (Scenario 2) 
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Analysing Figure 5.10 it is possible to notice that the variation of the journey time after 
twenty minutes of simulation suffers small variations. After simulating sixty minutes the 
values seemed to behave quite similarly, which leads to the conclusion that the agent in the 
performed simulation was able to stabilize the traffic flow of the intersection in acceptable 
journey time values for all roads.  
5.4 High Traffic Scenario 
This high traffic scenario can be interpreted in real traffic conditions as a possible 
approach to represent the highest peak period of an urban traffic network (usually it 
corresponds to the time of day between 8am and 9am or between 7pm and 8pm), with a 
twenty four hour daily flow profile. 
The obtained results for the number of approaching vehicles at intersection 1, in each road 
for the performed simulations in this scenario, are depicted in Figure 5.11, Figure 5.12, Figure 
5.13 and Figure 5.14.  
The same agent threshold value used in the last scenario was also used here. 
Figure 5.10 Medium traffic scenario forth simulation average journey times in each of the 
roads connected to intersection 1 
Specification and Implementation of a Artificial Transport System Simulation Results 
 
93 
 
 
 
 
 
As it can be observed by analysing the results of all the simulations in this scenario, it is 
possible to notice that all roads with the exception of vehicles entering intersection 1 from 
road 4 (the traffic light that regulates the entry flow of this road into intersection is always 
green), were very close to its full capacity. 
Figure 5.11 Number of approaching vehicles of intersection 1 (first simulation of the 
third scenario) 
Figure 5.12 Number of approaching vehicles of intersection 1 (second simulation of the 
third scenario) 
Figure 5.13 Number of approaching vehicles of intersection 1 (third simulation of 
the third scenario) 
Figure 5.14 Number of approaching vehicles of intersection 1 (forth simulation of 
the third scenario) 
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The average journey times after twenty minutes of simulation are presented in Table 5.9. 
The value assigned has the agent threshold was of thirty vehicles. 
 1st simulation 2nd simulation 3rd simulation 4th simulation 
Road 1 880,6 644,8 256,9 424 
Road 2 393,2 835,5 627,1 523,5 
Road 3 281,4 838 523,1 296,2 
Road 4 22,8 21,8 22,37 23,1 
Average 394,5 585,025 357,3675 316,7 
The results shown in Table 5.9 have a similar interpretation to the results obtained in the 
last scenario. Although the average journey times are high in all the simulations when the 
agent is regulating intersection 1, the average journey time of all roads connected to it is 
somewhat  improved when compared to the other three simulations. 
5.5 Summary 
In this Chapter some experimental results obtained by simulating a simple example 
network was discussed and a comparison between traffic light intersections with static traffic 
light plans and traffic control agent regulating them was presented. 
Although the obtained results are still far from providing proof that the use of agents in the 
traffic control domain will greatly optimize the traffic flow in any traffic light intersections, as 
a first approach, the obtained results provided positive incentives towards trying to achieved 
it. 
The implemented agent is based in a very simple behaviour and more complex behaviours 
must be implemented and tested. The calibration of the agent’s threshold is also very 
important and a relation between the intersection traffic flow and the best value for the agent 
threshold is still to be found. 
The simulator also provides more output as depicted in Figure 5.17 but to summarize this 
chapter only analysed the influence of the traffic controller agent. As for the performance 
measures, it was observed that when simulating the high traffic scenario the application 
performance suffers a loss of about 25% (reduced from 10 updates per second to 6 updates 
per second). The average number of vehicles inside the network at any time during the 
simulation period was about 540 vehicles. 
Table 5.9 Vehicles average journey time in the roads connected to intersection 1 (Scenario 3) 
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Finally, Figure 5.15, Figure 5.16, and Figure 5.17 illustrate the agent graphical interface, 
the simulator graphical interface and the simulator statistics dialog respectively during the 
fourth simulation of the medium traffic scenario described in this chapter. 
 
 
 
  
Figure 5.15 A running 
simulation 3D visualization 
Figure 5.16 Traffic Controller 
Agent Graphical Interface 
Figure 5.17 Simulation Statistics’ Dialog 
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Chapter 6 
6 Conclusions 
6.1 Main Observations 
The issues concerning traffic and transportation in urban scenarios are so evident that 
regular users have already realized that most infrastructures are working near their saturation 
condition mostly due to the more than ever increasing demand. Using simulation is imperative 
in planning and realising the correct relation between parameters of the domain. 
Nowadays technology advancements provide powerful computational resources that allow 
the construction of more realistic micro-simulation models. Traditional micro-simulation 
approaches still fail to profit from all benefits that realism could offer to traffic modelling. In 
this dissertation a multi-agent model for traffic micro-simulation was conceptualized and 
included as part of a wider multi-agent framework named MAS-T
2
er Lab. 
The main objective of this dissertation was the conceptualization of a high-level 
specification of the core module of the MAS-T
2
er Lab framework namely the Virtual Domain 
sub-system. The suggested architecture was designed to support several different types of 
distributed applications, providing the designed solution with the capacity of being extendable 
and scalable. The conceptualization was defined in a way that it could support the necessary 
features of the other two modules of the MAS-T
2
er Lab framework. 
A prototype was also developed containing some of the core components of the designed 
solution. The objective of this prototype was to validate the designed data model and some of 
the core features of the proposed solution. As described in the solution architecture proposal, 
the prototype was built in a very modular fashion so as to allow an easy integration of the 
unimplemented components described in the solution. 
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The prototype is featured with the possibility of having traffic control applications 
connected to it and controlling traffic light intersection in order to try to improve their traffic 
flow. Although the moveable entities of a simulated network in the prototype still cannot be 
controlled by external applications as suggested by the designed architecture, the drivers were 
implemented in a way that the availability of this feature depends almost exclusively on the 
specification of an efficient communication protocol. The drivers were modelled in such a 
way that they can support multiple Car-Following and Lane-Changing models to support their 
decision mechanisms in the same running simulation. Dynamic network construction and 
loading is also provided, as well as features for driver behaviours in prioritised intersections. 
A traffic light controller agent prototype was also built and some simulation results were 
obtained. Although the results were still far from obtaining the proof that the use of agents in 
the traffic control domain can greatly optimize the traffic flow in any traffic light 
intersections, as a first approach, the obtained results provided positive incentives towards 
trying to achieve it. 
In general the main objectives of the proposed work were completed and the first stage of 
the designed architecture is implemented in a functional prototype. It can also be concluded 
that the first step towards the development of the MAS-T
2
er Lab framework has been started 
with the conclusion of this work. 
6.2 Further Developments 
The first stage of several of the development of the designed architecture is completed 
with this work. The modularity of the designed solution allows to be carried out parallel 
developments. Nevertheless the next development stages must first be planned and this 
section only introduces some suggestions for further developments. 
The next stage of this project should be based on the validation and calibration of the 
simulation data model. The currently used data structure should be tested and validated in 
terms of performance and model parameters calibration. This is vital since this is the core 
feature of the specified component named SEC (this is predicted to be made in a near feature). 
Following to the previous suggestion the Mediator application should be the next 
development stage. After the completeness of this component, different driver agents can 
finally be implemented and their behaviours tested in simulated networks. Many of the 
characteristic gains resulting from the specification and implementation of the mediator 
communication protocol can be reused to specify the communication protocol for the 
simulation GUI interfaces. The separation of the GUI interfaces from the simulator engine 
component is not only important to improve the performance measures of the simulation but 
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also for providing the feature of the visualisation and analysis, by multiple users, of one single 
simulation.  
As a parallel future development to the one previously described is the continuation of the 
development of the traffic control agents. For the sake of time, a deep investigation in traffic 
control theory was not concluded. But this is a necessary procedure that must be completed in 
order to better understand the domain. After the conclusion of the investigation more complex 
agents than the one implemented can start to be constructed. The advantages of agent 
negotiation algorithms can be added in order to have this type of agents working together to 
fulfil the common goal of improving the network performance. 
Another parallel future development can be carried out on network coding and geo-
referenced data bases. Automatically loading network from several different GIS formats files 
or data-base is a very desirable feature. Converting networks modelled in other micro-
simulation would also be important as it would greatly facilitate the necessary simulation 
performance comparison between the implemented solution and other existing simulators. 
Some other details of the specification also need a deeper description and thought. For 
example the, Network Data Manager component of SEC allows the collaborative edition of 
the network while the simulation is running. It is specified that this component contains the 
features for managing edition conflicts through the use of lock systems. These kinds of 
systems are not trivial and a deeper specification is needed in order to understand how these 
features can be implemented. Another component that needs a deeper level of detail is for 
instance the Simulation Layer Manager. This component filters information from the 
simulation based on specific expertise areas. The parameters for each specific area must be 
specified and so must a deeper study performed on all expertise areas that are related to traffic 
and transport domains. After enumerating and aggregating all possible interested expertise 
areas the necessary parameters must be specified and associated with the respective area. In 
summary, a deeper level of detail must be defined to the solution design described in this 
work. 
In summary, the developed prototype with the current provided features and architecture 
opens the possibility for multiple developments that can be fulfilled in parallel because of the 
system modularity. 
6.3 Future Perspectives 
Currently the developed simulator already provides some basic simulation features and 
outputs that can be used to perform simple analysis. For instance the test and calibration of 
lane-changing and car-following models are currently a possibility. Also it is possible to test 
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several traffic light intersection plan configurations, as well as simulate their performance in 
simple networks. 
After the validation and calibration of the simulator data model and of the GUI interfaces 
separation from the simulation engine, and also after the development of the mediator 
interface it is intended to try and motivate an open source community into the development of 
intelligent driver agents by sharing the project in sourceforge
3
. If an open-source community 
can be motivated, several of the described features can be developed in much lesser time than 
expected. 
When the main features of the virtual-domain are completed the next phases of the MAS-
T
2
er Lab. project will include the definition and use of ontologies to the implementation of the 
control strategies and policies manager inductor sub-system of the framework. In a longer 
term the Real World subsystem of the framework will be developed and the three subsystems 
can be linked together and finally closing the framework cycle  
                                                 
3
 Sourceforge is an open-source development Web site where people can share their projects with the open-
source community. To access their web page users are refereed to [54] 
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Appendix A  
XML Files Example of a Network Representation 
ExampleNetwork.xml (Main XML File): 
 
 
<?xml version="1.0" encoding="UTF-8"?> 
<Network> 
 <DefaultTimeStep>100</DefaultTimeStep> 
 <DefaultMultiplier>3</DefaultMultiplier> 
 <RightPriority>1</RightPriority> 
 <RoadFile>Road.xml</RoadFile> 
 <NodeFile>Node.xml</NodeFile> 
 <TripAssignmentFile>TripAssignment.xml</TripAssignmentFile> 
 <TrafficLightFile>TrafficLight.xml</TrafficLightFile> 
</Network> 
Road.xml: 
 
<?xml version="1.0" encoding="UTF-8"?> 
<Roads> 
 <Road id="1" node1="0" node2="1"> 
   
  <RoadSegment id="0"> 
   <InitialPosition>-100 270</InitialPosition> 
   <FinalPosition>0 250</FinalPosition> 
   <LaneStruct> 
    <LaneWidth>3</LaneWidth> 
    <Node1ToNode2NumLanes>4</Node1ToNode2NumLanes> 
    <Node2ToNode1NumLanes>1</Node2ToNode1NumLanes> 
    <DeadEndLanes>0</DeadEndLanes> 
    <InterSegmentLaneConnections> 
     <ForwardLaneConnections> 
      <Connection from="1" to="0"/> 
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      <Connection from="2" to="1"/> 
      <Connection from="3" to="2"/> 
      <Connection from="4" to="4"/> 
     </ForwardLaneConnections> 
     <BackwardLaneConnections> 
      <Connection from="4" to="3"/> 
      <Connection from="0" to="0"/> 
      <Connection from="1" to="1"/> 
      <Connection from="2" to="2"/> 
      <Connection from="3" to="3"/> 
     </BackwardLaneConnections> 
    </InterSegmentLaneConnections> 
   </LaneStruct> 
  
 <Node1ToNode2BackwardSegment>2</Node1ToNode2BackwardSegment> 
  
 <Node1ToNode2ForwardSegment>1</Node1ToNode2ForwardSegment> 
  </RoadSegment> 
  <RoadSegment id="2"> 
   <AdjacentNodes> 
    <Connected2Node>0</Connected2Node> 
   </AdjacentNodes> 
   <InitialPosition>-200 250</InitialPosition> 
   <FinalPosition>-100 270</FinalPosition> 
   <LaneStruct> 
    <LaneWidth>3</LaneWidth> 
    <Node1ToNode2NumLanes>4</Node1ToNode2NumLanes> 
    <Node2ToNode1NumLanes>1</Node2ToNode1NumLanes> 
    <DeadEndLanes></DeadEndLanes> 
    <InterSegmentLaneConnections> 
     <ForwardLaneConnections> 
      <Connection from="0" to="0"/> 
      <Connection from="1" to="1"/> 
      <Connection from="2" to="2"/> 
      <Connection from="3" to="3"/> 
     </ForwardLaneConnections> 
     <BackwardLaneConnections> 
      <Connection from="4" to="4"/> 
     </BackwardLaneConnections> 
    </InterSegmentLaneConnections> 
   </LaneStruct> 
  
 <Node1ToNode2BackwardSegment></Node1ToNode2BackwardSegment> 
  
 <Node1ToNode2ForwardSegment>0</Node1ToNode2ForwardSegment> 
  </RoadSegment> 
  <RoadSegment id="1"> 
   <AdjacentNodes> 
    <Connected2Node>1</Connected2Node> 
   </AdjacentNodes> 
   <InitialPosition>0 250</InitialPosition> 
   <FinalPosition>250 250</FinalPosition> 
   <LaneStruct> 
    <LaneWidth>3</LaneWidth> 
    <Node1ToNode2NumLanes>3</Node1ToNode2NumLanes> 
    <Node2ToNode1NumLanes>1</Node2ToNode1NumLanes> 
    <DeadEndLanes></DeadEndLanes> 
    <InterSegmentLaneConnections> 
     <ForwardLaneConnections> 
      <Connection from="3" to="4"/> 
     </ForwardLaneConnections> 
     <BackwardLaneConnections> 
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      <Connection from="0" to="1"/> 
      <Connection from="1" to="2"/> 
      <Connection from="2" to="3"/> 
     </BackwardLaneConnections> 
    </InterSegmentLaneConnections> 
   </LaneStruct> 
  
 <Node1ToNode2BackwardSegment>0</Node1ToNode2BackwardSegment> 
   <Node1ToNode2ForwardSegment></Node1ToNode2ForwardSegment> 
  </RoadSegment> 
  <NecessaryLaneToReachNode> 
   <NodeLaneToLaneConnection> 
    <Connection from="2" to="3" node="4"/> 
    <Connection from="1" to="2" node="4"/> 
    <Connection from="0" to="0" node="3"/> 
    <Connection from="1" to="1" node="3"/> 
        
   </NodeLaneToLaneConnection> 
  </NecessaryLaneToReachNode> 
 </Road> 
 <Road id="2" node1="2" node2="1"> 
  <RoadSegment id="0"> 
   <AdjacentNodes> 
    <Connected2Node>2</Connected2Node> 
   </AdjacentNodes> 
   <InitialPosition>250 -200</InitialPosition> 
   <FinalPosition>250 0</FinalPosition> 
   <LaneStruct> 
    <LaneWidth>3</LaneWidth> 
    <Node1ToNode2NumLanes>4</Node1ToNode2NumLanes> 
    <Node2ToNode1NumLanes>1</Node2ToNode1NumLanes> 
    <DeadEndLanes>0</DeadEndLanes> 
    <InterSegmentLaneConnections> 
     <ForwardLaneConnections> 
      <Connection from="1" to="0"/> 
      <Connection from="2" to="1"/> 
      <Connection from="3" to="2"/> 
     </ForwardLaneConnections> 
     <BackwardLaneConnections> 
      <Connection from="4" to="3"/> 
     </BackwardLaneConnections> 
    </InterSegmentLaneConnections> 
   </LaneStruct> 
  
 <Node1ToNode2BackwardSegment></Node1ToNode2BackwardSegment> 
  
 <Node1ToNode2ForwardSegment>1</Node1ToNode2ForwardSegment> 
  </RoadSegment> 
  <RoadSegment id="1"> 
   <AdjacentNodes> 
    <Connected2Node>1</Connected2Node> 
   </AdjacentNodes> 
   <InitialPosition>250 0</InitialPosition> 
   <FinalPosition>250 250</FinalPosition> 
   <LaneStruct> 
    <LaneWidth>3</LaneWidth> 
    <Node1ToNode2NumLanes>3</Node1ToNode2NumLanes> 
    <Node2ToNode1NumLanes>1</Node2ToNode1NumLanes> 
    <DeadEndLanes></DeadEndLanes> 
    <InterSegmentLaneConnections> 
     <ForwardLaneConnections> 
      <Connection from="3" to="4"/> 
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     </ForwardLaneConnections> 
     <BackwardLaneConnections> 
      <Connection from="0" to="1"/> 
      <Connection from="1" to="2"/> 
      <Connection from="2" to="3"/> 
     </BackwardLaneConnections> 
    </InterSegmentLaneConnections> 
   </LaneStruct> 
  
 <Node1ToNode2BackwardSegment>0</Node1ToNode2BackwardSegment> 
   <Node1ToNode2ForwardSegment></Node1ToNode2ForwardSegment> 
  </RoadSegment> 
  <NecessaryLaneToReachNode> 
   <NodeLaneToLaneConnection> 
    <Connection from="0" to="0" node="3"/> 
    <Connection from="1" to="1" node="3"/> 
    <Connection from="1" to="1" node="4"/> 
    <Connection from="2" to="2" node="4"/>  
   
   </NodeLaneToLaneConnection> 
  </NecessaryLaneToReachNode> 
 </Road> 
 <Road id="3" node1="1" node2="3"> 
  <RoadSegment id="0"> 
   <AdjacentNodes> 
    <Connected2Node>1</Connected2Node> 
    <Connected2Node>3</Connected2Node> 
   </AdjacentNodes> 
   <InitialPosition>250 250</InitialPosition> 
   <FinalPosition>600 260</FinalPosition> 
   <LaneStruct> 
    <LaneWidth>3</LaneWidth> 
    <Node1ToNode2NumLanes>3</Node1ToNode2NumLanes> 
    <Node2ToNode1NumLanes>2</Node2ToNode1NumLanes> 
    <DeadEndLanes></DeadEndLanes> 
    <InterSegmentLaneConnections> 
     <ForwardLaneConnections> 
     </ForwardLaneConnections> 
     <BackwardLaneConnections> 
     </BackwardLaneConnections> 
    </InterSegmentLaneConnections> 
   </LaneStruct> 
  
 <Node1ToNode2BackwardSegment></Node1ToNode2BackwardSegment> 
   <Node1ToNode2ForwardSegment></Node1ToNode2ForwardSegment> 
  </RoadSegment> 
  <NecessaryLaneToReachNode> 
   <NodeLaneToLaneConnection> 
    <Connection from="4" to="0" node="4"/> 
    <Connection from="3" to="1" node="4"/>  
  
   </NodeLaneToLaneConnection> 
  </NecessaryLaneToReachNode> 
 </Road> 
 <Road id="4" node1="1" node2="4"> 
  <RoadSegment id="0"> 
   <AdjacentNodes> 
    <Connected2Node>1</Connected2Node> 
    <Connected2Node>4</Connected2Node> 
   </AdjacentNodes> 
   <InitialPosition>250 250</InitialPosition> 
   <FinalPosition>260 400</FinalPosition> 
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   <LaneStruct> 
    <LaneWidth>3</LaneWidth> 
    <Node1ToNode2NumLanes>4</Node1ToNode2NumLanes> 
    <Node2ToNode1NumLanes>1</Node2ToNode1NumLanes> 
    <DeadEndLanes>3</DeadEndLanes> 
    <InterSegmentLaneConnections> 
     <ForwardLaneConnections> 
     </ForwardLaneConnections> 
     <BackwardLaneConnections> 
     </BackwardLaneConnections> 
    </InterSegmentLaneConnections> 
   </LaneStruct> 
  
 <Node1ToNode2BackwardSegment></Node1ToNode2BackwardSegment> 
   <Node1ToNode2ForwardSegment></Node1ToNode2ForwardSegment> 
  </RoadSegment> 
  <NecessaryLaneToReachNode> 
   <NodeLaneToLaneConnection> 
    <Connection from="0" to="0" node="5"/> 
    <Connection from="0" to="0" node="7"/> 
    <Connection from="1" to="1" node="7"/> 
    <Connection from="2" to="2" node="7"/> 
    <Connection from="4" to="3" node="0"/>  
   
   </NodeLaneToLaneConnection> 
  </NecessaryLaneToReachNode> 
 </Road> 
 <Road id="5" node1="4" node2="5"> 
  <RoadSegment id="0"> 
   <AdjacentNodes> 
    <Connected2Node>4</Connected2Node> 
    <Connected2Node>5</Connected2Node> 
   </AdjacentNodes> 
   <InitialPosition>260 400</InitialPosition> 
   <FinalPosition>600 350</FinalPosition> 
   <LaneStruct> 
    <LaneWidth>3</LaneWidth> 
    <Node1ToNode2NumLanes>3</Node1ToNode2NumLanes> 
    <Node2ToNode1NumLanes>0</Node2ToNode1NumLanes> 
    <DeadEndLanes></DeadEndLanes> 
    <InterSegmentLaneConnections> 
     <ForwardLaneConnections> 
     </ForwardLaneConnections> 
     <BackwardLaneConnections> 
     </BackwardLaneConnections> 
    </InterSegmentLaneConnections> 
   </LaneStruct> 
  
 <Node1ToNode2BackwardSegment></Node1ToNode2BackwardSegment> 
   <Node1ToNode2ForwardSegment></Node1ToNode2ForwardSegment> 
  </RoadSegment> 
  <NecessaryLaneToReachNode> 
   <NodeLaneToLaneConnection>   
   </NodeLaneToLaneConnection> 
  </NecessaryLaneToReachNode> 
 </Road> 
 <Road id="6" node1="6" node2="4"> 
  <RoadSegment id="0"> 
   <AdjacentNodes> 
    <Connected2Node>6</Connected2Node> 
    <Connected2Node>4</Connected2Node> 
   </AdjacentNodes> 
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   <InitialPosition>-110 350</InitialPosition> 
   <FinalPosition>260 400</FinalPosition> 
   <LaneStruct> 
    <LaneWidth>3</LaneWidth> 
    <Node1ToNode2NumLanes>3</Node1ToNode2NumLanes> 
    <Node2ToNode1NumLanes>0</Node2ToNode1NumLanes> 
    <DeadEndLanes></DeadEndLanes> 
    <InterSegmentLaneConnections> 
     <ForwardLaneConnections> 
     </ForwardLaneConnections> 
     <BackwardLaneConnections> 
     </BackwardLaneConnections> 
    </InterSegmentLaneConnections> 
   </LaneStruct> 
  
 <Node1ToNode2BackwardSegment></Node1ToNode2BackwardSegment> 
   <Node1ToNode2ForwardSegment></Node1ToNode2ForwardSegment> 
  </RoadSegment> 
  <NecessaryLaneToReachNode> 
   <NodeLaneToLaneConnection> 
    <Connection from="0" to="0" node="5"/> 
    <Connection from="1" to="1" node="5"/> 
    <Connection from="2" to="2" node="5"/> 
    <Connection from="2" to="2" node="7"/> 
    <Connection from="0" to="4" node="1"/>  
   
   </NodeLaneToLaneConnection> 
  </NecessaryLaneToReachNode> 
 </Road> 
 <Road id="7" node1="4" node2="7"> 
  <RoadSegment id="0"> 
   <AdjacentNodes> 
    <Connected2Node>4</Connected2Node> 
    <Connected2Node>7</Connected2Node> 
   </AdjacentNodes> 
   <InitialPosition>260 400</InitialPosition> 
   <FinalPosition>260 560</FinalPosition> 
   <LaneStruct> 
    <LaneWidth>3</LaneWidth> 
    <Node1ToNode2NumLanes>3</Node1ToNode2NumLanes> 
    <Node2ToNode1NumLanes>0</Node2ToNode1NumLanes> 
    <DeadEndLanes></DeadEndLanes> 
    <InterSegmentLaneConnections> 
     <ForwardLaneConnections> 
     </ForwardLaneConnections> 
     <BackwardLaneConnections> 
     </BackwardLaneConnections> 
    </InterSegmentLaneConnections> 
   </LaneStruct> 
  
 <Node1ToNode2BackwardSegment></Node1ToNode2BackwardSegment> 
   <Node1ToNode2ForwardSegment></Node1ToNode2ForwardSegment> 
  </RoadSegment> 
  <NecessaryLaneToReachNode> 
  </NecessaryLaneToReachNode> 
 </Road> 
</Roads> 
Node.xml: 
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<?xml version="1.0" encoding="UTF-8"?> 
<Nodes> 
 <Node id="0" posx="-200" posy="250" size="0" isExit="1" isStart="1"> 
  <RoadInCounterClokwise> 
   <Road>1</Road> 
  </RoadInCounterClokwise> 
  <EntryRoadConnections> 
   <Entry fromNode="1" road="1"/> 
  </EntryRoadConnections> 
  <ExitRoadConnections> 
   <Exit toNode="1" road="1"/> 
  </ExitRoadConnections> 
  <Startup> 
   <Flow>1250</Flow> 
   <CarVSTruck>80</CarVSTruck> 
   <StartupTripVec>0</StartupTripVec> 
  </Startup> 
 </Node> 
 <Node id="1" posx="250" posy="250" size="10" isExit="0" isStart="0"> 
  <RoadInCounterClokwise> 
   <Road>1</Road> 
   <Road>2</Road> 
   <Road>3</Road> 
   <Road>4</Road> 
  </RoadInCounterClokwise> 
  <EntryRoadConnections> 
   <Entry fromNode="0" road="1"/> 
   <Entry fromNode="2" road="2"/> 
   <Entry fromNode="3" road="3"/> 
   <Entry fromNode="4" road="4"/> 
  </EntryRoadConnections> 
  <ExitRoadConnections> 
   <Exit toNode="0" road="1"/> 
   <Exit toNode="3" road="3"/> 
   <Exit toNode="4" road="4"/> 
  </ExitRoadConnections> 
  <Startup> 
  </Startup> 
 </Node> 
 <Node id="2" posx="250" posy="-200" size="0" isExit="0" isStart="1"> 
  <RoadInCounterClokwise> 
   <Road>2</Road> 
  </RoadInCounterClokwise> 
  <EntryRoadConnections> 
  </EntryRoadConnections> 
  <ExitRoadConnections> 
   <Exit toNode="1" road="2"/> 
  </ExitRoadConnections> 
  <Startup> 
   <Flow>1250</Flow> 
   <CarVSTruck>80</CarVSTruck> 
   <StartupTripVec>1</StartupTripVec> 
  </Startup> 
 </Node> 
 <Node id="3" posx="600" posy="260" size="0" isExit="1" isStart="1"> 
  <RoadInCounterClokwise> 
   <Road>3</Road> 
  </RoadInCounterClokwise> 
  <EntryRoadConnections> 
   <Entry fromNode="1" road="3"/> 
  </EntryRoadConnections> 
  <ExitRoadConnections> 
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   <Exit toNode="1" road="3"/> 
  </ExitRoadConnections> 
  <Startup> 
   <Flow>1250</Flow> 
   <CarVSTruck>80</CarVSTruck> 
   <StartupTripVec>2</StartupTripVec> 
  </Startup> 
 </Node> 
 <Node id="4" posx="260" posy="400" size="10" isExit="0" isStart="0"> 
  <RoadInCounterClokwise> 
   <Road>4</Road> 
   <Road>5</Road> 
   <Road>7</Road> 
   <Road>6</Road> 
  </RoadInCounterClokwise> 
  <EntryRoadConnections> 
   <Entry fromNode="1" road="4"/> 
   <Entry fromNode="6" road="6"/> 
  </EntryRoadConnections> 
  <ExitRoadConnections> 
   <Exit toNode="7" road="7"/> 
   <Exit toNode="5" road="5"/> 
   <Exit toNode="1" road="4"/> 
  </ExitRoadConnections> 
  <Startup> 
  </Startup> 
 </Node> 
 <Node id="5" posx="600" posy="350" size="0" isExit="1" isStart="0"> 
  <RoadInCounterClokwise> 
   <Road>5</Road> 
  </RoadInCounterClokwise> 
  <EntryRoadConnections> 
   <Entry fromNode="4" road="5"/> 
  </EntryRoadConnections> 
  <ExitRoadConnections> 
  </ExitRoadConnections> 
  <Startup> 
  </Startup> 
 </Node> 
 <Node id="6" posx="-110" posy="350" size="0" isExit="0" isStart="1"> 
  <RoadInCounterClokwise> 
   <Road>6</Road> 
  </RoadInCounterClokwise> 
  <EntryRoadConnections> 
  </EntryRoadConnections> 
  <ExitRoadConnections> 
   <Exit toNode="4" road="6"/> 
  </ExitRoadConnections> 
  <Startup> 
   <Flow>900</Flow> 
   <CarVSTruck>80</CarVSTruck> 
   <StartupTripVec>3</StartupTripVec>    
  </Startup> 
 </Node> 
 <Node id="7" posx="260" posy="560" size="0" isExit="1" isStart="0"> 
  <RoadInCounterClokwise> 
   <Road>7</Road> 
  </RoadInCounterClokwise> 
  <EntryRoadConnections> 
   <Entry fromNode="4" road="7"/> 
  </EntryRoadConnections> 
  <ExitRoadConnections> 
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  </ExitRoadConnections> 
  <Startup> 
  </Startup> 
 </Node> 
</Nodes> 
TripAssignment.xml: 
 
<?xml version="1.0" encoding="UTF-8"?> 
<TripAssignment> 
 <Start node="0" tripId="0"> 
  <Path percentage="25"> 
   <Node>1</Node> 
   <Node>4</Node> 
   <Node>7</Node> 
  </Path> 
  <Path percentage="10"> 
   <Node>1</Node> 
   <Node>4</Node> 
   <Node>5</Node> 
  </Path> 
  <Path percentage="65"> 
   <Node>1</Node> 
   <Node>3</Node> 
  </Path> 
 </Start> 
 <Start node="2" tripId="1"> 
  <Path percentage="30"> 
   <Node>1</Node> 
   <Node>3</Node> 
  </Path> 
  <Path percentage="50"> 
   <Node>1</Node> 
   <Node>4</Node> 
   <Node>7</Node> 
  </Path> 
  <Path percentage="20"> 
   <Node>1</Node> 
   <Node>4</Node> 
   <Node>5</Node> 
  </Path> 
 </Start> 
 <Start node="3" tripId="2"> 
  <Path percentage="25"> 
   <Node>1</Node> 
   <Node>4</Node> 
   <Node>5</Node> 
  </Path> 
  <Path percentage="75"> 
   <Node>1</Node> 
   <Node>4</Node> 
   <Node>7</Node> 
  </Path> 
 </Start> 
 <Start node="6" tripId="3"> 
  <Path percentage="25"> 
   <Node>4</Node> 
   <Node>7</Node> 
  </Path> 
  <Path percentage="55"> 
Specification and Implementation of an Artificial Transport System Appendix A 
 
114 
 
   <Node>4</Node> 
   <Node>5</Node> 
  </Path> 
  <Path percentage="20"> 
   <Node>4</Node> 
   <Node>1</Node> 
   <Node>0</Node> 
  </Path> 
 </Start> 
</TripAssignment> 
TrafficLight.xml: 
 
<?xml version="1.0" encoding="UTF-8"?> 
<TrafficLights> 
 <LightIntersection node="1"> 
  <IntersectionLights> 
   <TrafficLight id="1"> 
    <FromNode>0</FromNode> 
    <ToNode>4</ToNode> 
    <Position>235 250</Position> 
    <Angle>0</Angle> 
    <LightType></LightType> 
    <GreenTime>30000</GreenTime> 
    <YellowTime>3000</YellowTime> 
    <RedTime>10000</RedTime> 
   </TrafficLight> 
   <TrafficLight id="2"> 
    <FromNode>0</FromNode> 
    <ToNode>3</ToNode> 
    <Position>235 245</Position> 
    <Angle>0</Angle> 
    <LightType>1</LightType> 
    <GreenTime>25000</GreenTime> 
    <YellowTime>5000</YellowTime> 
    <RedTime>35000</RedTime> 
   </TrafficLight> 
   <TrafficLight id="3"> 
    <FromNode>2</FromNode> 
    <ToNode>4</ToNode> 
    <Position>250 235</Position> 
    <Angle>0</Angle> 
    <LightType></LightType> 
    <GreenTime>25000</GreenTime> 
    <YellowTime>5000</YellowTime> 
    <RedTime>35000</RedTime> 
   </TrafficLight> 
   <TrafficLight id="4"> 
    <FromNode>2</FromNode> 
    <ToNode>3</ToNode> 
    <Position>255 235</Position> 
    <Angle>0</Angle> 
    <LightType></LightType> 
    <GreenTime>25000</GreenTime> 
    <YellowTime>5000</YellowTime> 
    <RedTime>35000</RedTime> 
   </TrafficLight> 
   <TrafficLight id="5"> 
    <FromNode>3</FromNode> 
    <ToNode>4</ToNode> 
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    <Position>265 255</Position> 
    <Angle>0</Angle> 
    <LightType></LightType> 
    <GreenTime>25000</GreenTime> 
    <YellowTime>5000</YellowTime> 
    <RedTime>35000</RedTime> 
   </TrafficLight> 
   <TrafficLight id="6"> 
    <FromNode>4</FromNode> 
    <ToNode>0</ToNode> 
    <Position>246 265</Position> 
    <Angle>0</Angle> 
    <LightType></LightType> 
    <GreenTime>10000</GreenTime> 
    <YellowTime>3000</YellowTime> 
    <RedTime>30000</RedTime> 
   </TrafficLight> 
  </IntersectionLights> 
  <IntersectionLightPlan> 
   <TrafficLight id="1"> 
    <InitialLightState>GREEN</InitialLightState> 
    <InitialTimeOfState>25000</InitialTimeOfState> 
    <SetInternalTime>0</SetInternalTime> 
   </TrafficLight> 
   <TrafficLight id="2"> 
    <InitialLightState>RED</InitialLightState> 
    <InitialTimeOfState>5000</InitialTimeOfState> 
    <SetInternalTime>0</SetInternalTime> 
   </TrafficLight> 
   <TrafficLight id="3"> 
    <InitialLightState>RED</InitialLightState> 
    <InitialTimeOfState>35000</InitialTimeOfState> 
    <SetInternalTime>0</SetInternalTime> 
   </TrafficLight> 
   <TrafficLight id="4"> 
    <InitialLightState>RED</InitialLightState> 
    <InitialTimeOfState>35000</InitialTimeOfState> 
    <SetInternalTime>0</SetInternalTime> 
   </TrafficLight> 
   <TrafficLight id="5"> 
    <InitialLightState>RED</InitialLightState> 
    <InitialTimeOfState>35000</InitialTimeOfState> 
    <SetInternalTime>0</SetInternalTime> 
   </TrafficLight> 
   <TrafficLight id="6"> 
    <InitialLightState>RED</InitialLightState> 
    <InitialTimeOfState>35000</InitialTimeOfState> 
    <SetInternalTime>0</SetInternalTime> 
   </TrafficLight> 
  </IntersectionLightPlan> 
 </LightIntersection> 
</TrafficLights> 
