This paper studies the minimal length representation of the natural numbers. Let O be a fixed set of integer-valued functions (primarily hyperoperations). For each n, what is the shortest way of expressing n as a combinations of functions in O to the constant 1? For example, if O contains the two functions S x (successor of x ) and * x y (x times y) then the shortest representation of 12 is * SSS1SS1 , with 8 symbols. This is taken to mean that 8 is complexity of 12 under O.
Introduction and some general results
be a representation of length n.
1. r has the form S x , where #x = n−1. By the induction hypothesis v(x) ≤ n−1, so v(r) ≤ n.
2. r has the form + x y , where #x+#y = n−1. By the induction hypothesis, v(x)+v(y) ≤ n−1 so v(r) ≤ n.
Finally, if r is the term consisting of (n − 1) S followed by 1, then v(r) = #r = n. Proof: By construction, c O (n) ≤ k. If c O (n) = k < k, I can use (k − k ) S on n to make n > n, using k symbols in total, giving us a contradiction. Therefore c O (n) = k.
Corollary: Let S ∈ O. For every length k, there exists a n such that k = c O (n) (namely Proof: Let |O| = a, (1 − )/ log(a) = z. Let l(k) be the number of possible terms evaluating to a natural number using k symbols. Therefore, number of possible representations that evaluate to any integer using k symbols from O is < a k .
Let E(x) = {n|n ≤ x, c O (n) < z log(n)}.
Say k = max{c O (n)|n ∈ E(x)} =⇒ k < z log(x).
Therefore, |E(x)| < 1≤i≤k l(i) (all elements of E(x) are natural numbers representable using k symbols or less which means the number of possible terms using k symbols or less has to be strictly larger than order of E(x) (some terms of length k don't evaluate to an actual integer, ex: '***....***' )).// Therefore,
Note: This theorem is a generalization of Theorem 1.4 obtained by Gnang, Radziwill and Sanna in [3] . Theorem 1.5: ∀k, k s.t. k < k , with corresponding ugly numbers n u , n u under an operational set s.t. S ∈ O, n u < n u .
Proof: Let n u be the smallest ugly number s.t. c O (n u ) = k and ∃ ugly number n u with c O (n u ) = k
If c O (n u − 1) < k < k , then I can use a successor function on the term evaluating to n u − 1 to get n u , allowing me to write c O (n u ) ≤ k < k which is a contradiction by our construction.
This is a contradiction by construction as n u was supposed to be the smallest ugly number fulfilling that property.
, a quantity we know has to be finite, is neither smaller, equal or larger than k, another quantity we know to be finite. This is the final contradiction. Hence, our initial hypothesis was wrong and there exists no n u that can satisfy our requirements.
Corollary: ∀ consecutive natural numbers k 1 < k 2 < .. < k m < .., the corresponding ugly numbers are in order n 1 < n 2 < .. < n u < .. Therefore, Therefore minimal representation has to have length k + 1 =⇒ S r is a minimal representation of our ugly number.
2 Results on {1, S, * } and {1, S, +, * } Theorem 2.1:
Proof: Fix a value k for the length. Let r be the term of length k with maximal value.
It is never worthwhile to have a * inside the scope of an S, because for any subterms of value x, y > 1, v(S * xy) < v( * Sxy). Therefore, since multiplication is associative, we can assume that r consists of q − 1 occurrence of * followed by q terms x 1 ...x q each of which has of the form SS...S1 , for varying number of S.
Therefore we have v(r) = x q . We need to maximize this term keeping the constraint that the total complexity value of the term remain equal to k. Therefore, to make the problem easier, we solve the problem in the reals rather than in the integers, thus giving us a weaker lower bound for complexity of n.
We use the classical result that if the sum of a number of real-valued terms is fixed, the product is maximized when the terms are all equal. Putting
. We need to solve:
(k + 1 is constant and hence can be ignored after we take log on both sides and consider argmax w )
Therefore n = v(r) ≤ γ (k+1)/(γ+1) . Taking the log on both sides and re-arranging gives us the quoted result.
(Like S, + is not used for the maximal number)
Proof: Fix a value k for the length. Let r be the term of length k with maximal value. r has general representation of form
(following the constraint argument developed earlier). The same argument yields, for m a s.t. 5m a − 1 = a, 4 ma ≥ a.
. Combining these findings with Theorem 1.3 gives us our result.
Corollary: Under O = {1, S, * }, numbers of the form 4 k , k ∈ N are the only numbers to achieve the lower bound.
Note: An equivalent formulation of the corollary was shown in [4] .
Re-arranging, n = a 0 + 4(a i + 4(a 2 + 4(...(a k−1 + 4a k )))). Using S to express the a i , and counting the amount of symbols used in the most inefficient scenario (if a i = 3, ∀i, we could factor 3 out.
For i = k, if we let a i = 2, we count for the ensemble using the most number of symbols),
can never contain any subterms evaluating to 6, 7 and more than 1 sub-term evaluating to 2 or 5. There can be at most 4 sub-terms evaluating to 3.
Proof: If a factor in a term can be replaced by a higher factor in the term, the term is not a maximal representation. As already discussed, S and + outside scope of * don't generate maximal values. 7 ≡ SSSSSS1 =⇒ we can replace it by * SS1SS1 . This holds true for any set that contains 1, S, * and has c O (7) = 7. Let X be any expression that computes to a value.
There can't be more than 1 factor of 6 as X * SSSSS1SSSSS1 is better written as X * SS1 * SSS1SSS1 . Therefore at most 1 factor of 6 survives. If X contains even 1 factor of 5, we can write * SSSSS1SSSS1 as * SSS1 * SS1SS1 . If X contains no 5, it contains factors of 2, 3 or 4. * 6A where A is a stand in for any of 2, 3 or 4 is better written as * 5(A + 1) . Therefore no factor of 6 survives in a maximal representation.
There cannot be more than one 2 because we can always pair * S1S1 as SSS1 and use the one remaining symbol to increase the value of our term. Further, if there is 4 or 5, we can replace 2 by 3 and decrease the value of either of them by 1. Further if there are two factors of 3, we can rewrite X * S1 * SS1SS1 better as X * SSS1SSSS1 . As * S1SS1 ≡ SSSSS1 , the only maximal representation containing 2 is 2 ≡ S1 .
If there are more than one factors of 5, X * SSSS1SSSS1 can be better written as X * SS1 * SS1SS1 . Further, if there are at least two * involved, 5 is not involved in the maximal representation. This is because * SSSS1SS1 is better written as * SSS1SSS1 . Therefore, if even one factor of 3 is present, a factor of 5 cannot be present. If it is all 4s, * SSS1 * SSS1SSSS1 is better written as * SS1 * SS1 * SS1SS1 . Therefore only maximal representations containing 5
are 5 ≡ SSSS1 and 20 ≡ * SSS1SSSS1 .
v( * SS1 * SS1 * SS1 * SS1SS1) < v( * SSS1 * SSS1 * SSS1SSS1) =⇒ there can't be more than four factors of 3.
Note: The procedures described above for 6 and 7 generalize to sets composed of 1, S, * and other arbitrary order hyper-operations. A case by case approach is required for 2, 3, 4, 5.
Note: A discussion of the results on S1 and SSSSS1 was done in [4] . Theorem 2.3: Let k = 5m − 1 − r ≥ 11 where m is the number such that 4 ≥ r ∈ N ≥ 0.
Proof: ∀k ≥ 11, only factors of 3 and 4 are allowed and there can never be more than 4 factors of 3.
Observations
As a way of testing results and gaining insight, the computing resources at the Courant Institute were used to generate the minimal representations for the first 4.5 * 10 6 numbers. This section presents some relevant observations and patterns from the data, with minor comments wherever possible.
where a ∈ N is s.t. n ≤ a a and n u is the largest ugly number satisfying c O (n u ) ≤ a (plotted in red). From Defn 1 to 4, it is clear that k has more representations than k (we can make all the possible representations made by m with n too, with the additional units serving as fixed placeholders at the start or end. Then we can permute those placeholders to generate more representations). It seems therefore intuitive that k also has more minimal representations to its name than k . We expect and observe monotonic increasing behavior in the number of natural numbers having the same length of minimal representation as number of symbols allowed is increased. SSS*SSSS1S*SS1*SS1*SSSS1S*S1*SS1SS1 35 Prime 5939 SSS*SSS1*SSS1S*S1*SSSS1S*SS1*SS1SSS1 36 Prime 6299 SSS*SSS1S*S*SS1SSS1S*S1*SS1*SSS1SSSS1 37 Prime 9059 SSS*SSS1*SSS1S*SSSS1S*SSS1S*SS1*SS1SS1 38 Prime 12239 SSS*SSS1*SSSSSS1S*SSS1S*SS1*SS1*SS1SSS1 39 Prime 15118 SS*SSS1S*S1S*SSS1*SSS1S*SS1*SS1S*SS1SSS1 40 Not Prime 19079 SSSS*SSSS1*SSSS1*SSSSSS1S*SS1*SS1*SS1SSS1 41 Prime 23039 SSSS*SSSS1*S*SSS1SSS1S*S1*SS1*SS1*SS1SSSS1 42 Prime 26459 SSSS*SSSS1*SS*SS1SS1S*S1*SS1*SSS1*SSS1SSSS1 43 Prime 44879 SS*SS1S*S1*SS1*SS1*SS1S*S1*SS1S*SS1*SS1SSSS1 44 Prime 49559 SSSS*SSSS1*SS*SS1SS1S*SS1*SS1*SSS1*SSSS1SSSS1 45 Prime 66239 SSS*SSS1S*S1*S*SSS1SSS1S*S1*SS1*SS1*SS1*SS1SS1 46 Prime 78839 SSS*SSS1S*SSS1*S*SS1SSS1S*S1*SS1*SS1S*SSS1SSSS1 47 Prime 98999 SS*SS1SS*S*SSS1SSS1S*SSS1*SSSS1S*S1*SS1*SSS1SSS1 48 Prime 137339 SSSS*SSSS1*SS*SS1SS1S*SS1*SSS1*SSS1*SSS1S*SS1SSS1 49 Prime 172583 SSS*SSS1S*S1*SSS1S*SSS1*SSS1S*SS1*SSS1S*SS1*SS1SS1 50 Prime 228479 SSSS*SSSS1*SSSS1*S*SS1SSS1S*S1*SS1*SS1*SS1S*SS1SSS1 51 Prime 280223 SSS*SSS1*SSSS1S*S1*SSSS1S*S1*SSS1*SSSS1*SSSS1SSSSSS1 52 Prime 355679 SSS*SSS1S*S*SS1*SS1SSSS1S*SS1*SSS1S*S1*SSS1*SSS1SSSS1 53 Prime 460079 SSSS*SSSS1*SSSS1*SSSSSS1S*SS1*SS1*SSS1S*S1*SS1*SS1SSS1 54 Prime 590398 SSS*SSSS1*S*SS1SSS1SS*SS1*SS1S*SS1*SS1*SSS1S*SS1*SS1SS1 55 Not Prime 590399 SSSS*SSSS1*S*SS1SSS1SS*SS1*SS1S*SS1*SS1*SSS1S*SS1*SS1SS1 56 Prime 907199 SSS*SSS1S*S1S*S*SS1*SS1S*SS1SSS1S*SS1*SSS1*SSS1*SSS1SSSS1 57 Prime 1081079 SSSS*SSSS1*SSSS1S*S1S*SSS1*SSSS1S*S1*SS1*SS1*SS1*SSS1SSSS1 58 Prime 1650983 SSS*SSS1*SSSS1S*SS1*SS1*SSS1S*SS1S*SSSSSS1S*SS1*SS1*SS1SSS1 59 Prime 1851119 SSSS*SSSS1S*S*SS1*SS1SSS1S*SSSS1S*SSS1*SSS1*SSSS1*SSSS1SSSS1 60 Prime 2497499 SSSS*SSSS1*SSSSSS1*S*SS1SSS1S*SSS1*SSS1*SSSSSS1S*SS1*SSS1SSS1 61 Prime 3243239 SSSS*SSSS1*SS*SS1*SS1SSSS1S*SS1*SSS1*SSSS1*SSSS1S*SS1*SS1SSSS1 62 Prime 4344479 SSSS*SSSS1*SSSS1S*SS1S*SSSS1S*SSS1*SSS1*SSS1S*SS1*SS1*SSS1SSSS1 63 Prime Table 2 : ≡ a ↑↑ b is the most efficient way of building up number. n = a ↑↑ b =⇒ b = log * a n =⇒ function to minimize is (x + 1)(1 + log(1/ log x)/ log x) =⇒ a = 3 =⇒ c O (n) ≥ 4 log * 3 (n) − 1. Wong of University of Illinois at Urbana-Champaign. The inspiration for this project came from a game we played while we were all studying in New York University, of making numbers by using arithmetical operations on 1 and quite naturally wanted to know the fastest ways to do it. In particular, Mr. Polin was the first of us to obtain a lower bound on the complexity when * is the highest allowed hyperoperation. The stronger statement of Theorem 2.1 , although obtained from different considerations and in a different setting, is equivalent to his own findings (and to the findings of Mr. Matos, which are given in [4] ). I would also like to thank Mr. Wong for our discussions on the best way to represent arithmetical computations and general discussions on how we should approach the project. A special thanks is also deserved for Mr. Matos for his work in [4] .
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