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 RESUM. PRESENTACIÓ DEL PROJECTE: 
 
 
El present projecte final de carrera consisteix en dissenyar i implementar un 
sistema que simuli un processador d’efectes virtual que realitzi simulacions a temps 
real sobre senyals d’àudio ja siguin enregistrats, o provinents d’un dispositiu extern 
hardware. El projecte s’ha realitzat per a l’Escola Univèrsitària d’Enginyeria Tècnica 
Industrial de Terrassa de la Universitat Politècnica de Catalunya i sota la tutoria de 
D. Ignasi Esquerra. 
 
Així doncs, la idea bàsica es elaborar un software senzill i intuïtiu per a l’usuari, 
capaç de estar ben definit en diferents efectes a aplicar, podent ajustar els 
respectius paràmetres i dur a terme simulacions que representin els esmentats 
efectes. 
 
És per això, que el sistema està constituït per dos parts ben diferenciades. La 
primera serà una interfície gràfica on poder configurar i tenir total accés a la 
parametrització de l’efecte a càrrec de l’usuari. I la segona, estarà formada per les 
simulacions a temps real de l’esquema digital de l’efecte corresponent a partir dels 
paràmetres seleccionats a la interfície gràfica. 
 
És a dir, és un projecte basat en el tractament d’àudio, en el qual podrem aplicar 
l’efecte digital desitjat a senyals d’àudio (de retard o de rang dinàmic) mitjançant 
simulacions parametritzades anteriorment a una interfície gràfica, obtenint així una 
visió molt propera de la influència dels paràmetres de l’efecte sobre el resultat 
obtingut, i com va variant a mesura que es van modificant. 
 
S’han utilitzat com a eines de desenvolupament el llenguatge Matlab, per a la 
interfície gràfica, i Simulink, per a dur a terme el disseny i execució de les 
simulacions. Per la seva pròpia definició, el sistema utilitza tècniques de tractament 
i processat de senyal, i relaciona totes dues eines, de manera que l’execució i la 













1.1. DESCRIPCIÓ DE LA SITUACIÓ ACTUAL: 
 
Actualment, el fet d’aplicar efectes digitals en el món de l’àudio està a l’ordre del 
dia. I és que ens trobem en un entorn ja molt desenvolupat tecnològicament i en 
constant evolució. És per això que n’hi ha una gran quantitat d’alternatives a l’hora 
de recórrer a utilitzar un sistema que permeti aplicar efectes d’àudio a un senyal 
desitjat. Podem trobar dues vessants dins dels sistemes presents per a processar 
els efectes, el disseny dels sistemes de les quals està constituït en funció del camp 
al que pertanyen les aplicacions a les que van orientades, sempre pretenent 
ajustar-se a la solució per a la necessitat de l’usuari. 
 
Per una banda, ens trobem tots els sistemes que s’integrarien dins del que seria 
una arquitectura hardware, és a dir, equips físics electrònics capaços de 
parametritzar i aplicar simulacions a temps real. Van orientats normalment a ús 
professional. 
 
L’altra gran vessant, són els simuladors software, orientats a executar el sistema 
sobre un suport hardware, i a l’anàlisi i avaluació del comportament dels sistemes. 
No són tan tècnics per norma general, i pretenen dotar-se de simplicitat en l’entorn 
i d’exactitud, sense perdre sofisticació. Acostumen a utilitzar-se en projectes en 
fases de proves, docència, o simplement, àmbit domèstic. 
 
A vegades però, la excessiva sofisticació dels sistemes hardware o software, pot 
arribar a convertir els processadors d’efectes en elements molt complets en quant a 
possibilitats, és a dir, una gran quantitat de paràmetres, efectes a aplicar, etc. però 
poc intuïtius, amb el què resulta molt interessant simplificar els sistemes en 
interfícies amb una estructura bàsica comuna, sobretot si el seu disseny és amb 















Els equips de hardware professionals són equips dissenyats per a tractar el senyal 
en temps real, amb panells on configurar els paràmetres de configuració, i  amb 
connexions d’entrada i sortida, per a aconseguir una alta flexibilitat en el tipus de 
senyal d’àudio a tractar, i poder interconnectar aquests equips a altres encarregats 
a altes aplicacions. 
 
El processament de l’àudio té diversos camps, fet que implica que dins d’aquests 
equips trobem una gran quantitat de famílies amb diverses possibilitats, uns més 
específics per a tasques determinades i uns altres més genèrics. És a dir, quan 
tractem sobre àudio ens trobem amb quatre principis fonamentals que són el 
volum (tractament del rang dinàmic del senyal), la equalització (tractament de 
l’espectre freqüencial), la panoramització (la canalització del senyal), i els 
efectes a aplicar (processar el senyal amb infinitat de possibilitats). 
 
El present projecte treballa sobre efectes digitals de senyals que actuen sobre el 
rang dinàmic del senyal i sobre el seu eix temporal, per la qual cosa ens centrarem 
en els equips hardware que treballen sobre el rang dinàmic del senyal (amplitud), i 
sobre els equips que integren diversos efectes. Molts d’aquests equips ja integren 
varis dels principis anteriorment esmentats, per a agrupar en un mateix equip la 
possibilitat de combinar diversos aspectes en el processat. 
 
Podem trobar un gran nombre de marques comercials, fabricants d’equips de tot 
tipus, des de concrets per a un tipus de processament determinat, efecte, rang 
dinàmic, etc, fins a unitats multi-efectes que agrupen una gran quantitat d’efectes 
amb la possibilitat de configurar-los amb botons funcionals on agrupar els 
paràmetres comuns, i els característics per a cada efecte, a més de la possibiltat de 
combinar-los entre ells. Els efectes típics en aquest tipus d’equipament són les 
reverberacions i de delays/ecos, els de variació de to (pitch) i els de modulació de 
retard: flangers, choruses, phasers, etc. 
 
Veiem doncs, els principals equips de les principals marques, i les característiques i 









- YAMAHA Pro Audio: 
 
Yamaha és una de les marques més tradicionals i populars. En l’àmbit dels equips 
d’àudio professional, treballen amb mescladors, amplificadors, altaveus, estacions 
de treball d’àudio, interfaces, i processadors de senyal, en els quals ens centrarem. 
 
Dins d’aquests processadors, destaca la unitat multi-efectes Yamaha SPX2000. 
És un equip amb una molt bona qualitat de so degut a que processa amb un DSP a 
96 KHz amb 24 bits. Agrupa 122 efectes diferents com a presintonies, configurables 
per l’usuari per a aconseguir l’efecte desitjat desde un panell frontal. Al panell 
posterior té les entrades i sortides analògiques i digitals, a més de connexions a 
USB i midi. 
 
Fig. 1.: Aspecte de la unitat multi-efectes Yamaha Pro Audio SPX2000 
 
 
El processador es centra en efectes de retard de senyal, sobretot en efectes de 
reverberació, dels que n’hi han 44 efectes. També treballa amb efectes de retards i 
ecos (5 efectes) , de variació de to (3), de modulació de retard, és a dir, flangers, 
chorus i derivats (17 efectes), i la resta ja de filtres freqüencials i de combinació 
d’ells. 
 
Cadascún d’aquests efectes doncs, està dotat d’una sèrie de paràmetres implícits, 
en funció de la seva tasca, els quals podem configurar amb el panell central amb 
unes comandes comunes, però que ja tenen valors predefinits, ja pensats per a 










Els paràmetres de configuració es divideixen en dos grans grups: els paràmetres 
bàsics, en els que es trobem els paràmetres genèrics per a cada efecte, els més 
globals; i els paràmetres concrets, on ja podem podem configurar aspectes com 
ratis d’aplicació de l’efecte, temps de guarda, o intervals de temps als quals es 
comencen a aplicar, és a dir, concretar una mica més en el comportament de 
l’efecte i sobre els paràmetres bàsics. Òbviament, són paràmetres per a un ús més 
professional. 
 
Yamaha Pro Audio també treballa amb equips específics per a un sol efecte, com 
per exemple els reverberadors digitals REV500 o REV100, equips que agrupen un 
gran número de presintonies de reverberacions classificades en funció de la 
reverberació produïda per diferents tipus i dimensions de sales arquitectòniques, o 
el reverberador de mostres SREV1, basat en reverberacions sobre sales existents, 





Lexicon és una de les companyies amb més prestigi en el desenvolupament 
d’equipament d’àudio. Des de que es va llençar al mercat el seu primer equip el 
1971, sempre ha destacat pel seu desenvolupament en noves tecnologies. Es pot 
dir que els processadors Lexicon han esdevingut en un estàndard des de l’aparició 
del Processador d’Efectes digitals Lexicon 480L. 
 
És una marca dedicada pràcticament en la seva totalitat a les unitats multi-efectes, 
entre les quals trobem la Lexicon MPX1, amb dos processadors DSP treballant 
amb una precisió de 32 bits, i permetent 200 presintonies i fins a 50 programes 
d’usuari, amb la possibilitat d’aplicar fins a sis efectes simultanis. Se centra en 
efectes de retard, acollint-se a la pauta general de les unitats multi-efectes, en 
concret, en delays multiples, modulacions, y efectes de to, incloent reverberacions, 
delays, flangers, pitchs, chorus, rotaries, equalitzadors paramètrics, filtres sweep, i 
tremolos. 
 
Està dotat de connectors balancejats XLR, i entrades i sortides Midi, també podent-









Fig. 2.: Aspecte de la unitat multi-efectes Lexicon MPX1 
 
Però Lexicon també treballa amb altres equips que segueixen el mateix patró que el 
MPX1. El MPX 110, permet 240 presintonies i 16 programes d’usuari, mentre que 
el MPX 200, també 240 presintonies, però amb 64 programes. 
 
Una altra unitat molt potent es també la Lexicon MPX 550, que permet fins a 255 
presintonies, i fins a 64 programes d’usuari. A més des tipus d’efectes als que van 
orientats els anteriors equips de la sèrie MPX, el MPX 550 també treballa amb el 
rang dinàmic del senyal, ja que està dotat d’un compressor/limitador, al igual que 
el MPX 200. També poden treballar amb MIDI i remotament. 
 
Ja d’una altra sèrie, però amb semblants característiques son els processadors 
Lexicon PCM 81, i Lexicon PCM 91. La PCM 81 està dotada de 300 presintonies, i 
50 programes d’usuari possibles, combinant fins a 17 algoritmes diferents, vocals i 
de to, combinats amb reverberacions. Inclou a més una ranura per a targetes 
PCMCIA, per a incorporar nous programes o presintonies d’usuari. 
 
La PCM 91 està dotada de fins a 450 presintonies, amb la possibilitat de fins a 100 
programes d’usuari, amb 15 algoritmes, 5 stereo i 10 de reverberacions duals. 





Digitech és una marca dedicada també als processadors, però ja no tan sols 
orientats a estudi, sinó que també es centra molt en altres tipus, com poden ser de 
guitarres o de baixos. 
 
Ens centrarem doncs en els processadors d’estudi, entre els quals destaquem el 
processador multi-efectes Digitech Quad 4, que conté 4 independents entrades i 
sortides, balancejades i Midi, amb 16 configuracions d’efectes diferents, i permetent 







Treballa amb dades de 24 bits, i conté 100 presintonies i 100 programes d’usuari. 
Entre els seus efectes trobem reverberacions, choruses, flangers, auto-panners, 
auto wahs, tremolos, vocoders, eliminadors de veu, intelligents pitch shiftings i 
delays (analògics, inversos i digitals), pel que a efectes de retard es tracta, i també 
incorporen efectes de rang dinàmic, ja que conté un compressor i una porta de 
soroll, per a controlar l’amplitud resultant. Inclou a més, un filtre d’envolvent, per a 
poder modelar la forma de l’amplitud del senyal resultant. 
 
 
Fig. 3.: Aspecte de la unitat multi-efectes Digitech Quad 4 
 
Altres processadors multi-efectes de Digitech és el S100 o el S200, amb una 
apariència més simple al panell frontal, i de més senzill funcionament. Dotats de 99 
presintonies i de 99 programes d’usuari, i 5 configuracions d’efectes. Treballen amb 
reverberacions, delays, vocoders, efectes de modulació, etc. Incorporen també un 





Behringer va ser fundada el 1989 a Alemanya, quan Uli Behringer va llençar al 
mercat el seu Studio Exciter Type D. No obstant, no va ser fins el 1998, quan amb 
el Virtualizer DSP1000, Behringer no va crear el seu primer processador multi-
efectes. És una marca que evoluciona un creixement espectacular, amb una 
distribució a nivell mundial, i dedicada a varies branques d’equipaments del món 
del so, no només a nivell d’estudio, sinó a nivell global: altaveus, micròfons, 
instrumentals, mixers, directes, inclòs iluminacions. 
 
En el camp dels processadors multi-efectes, destaca entre d’altres models el 
Behringer Modulizer Pro Dsp1224P. Està dotat d’un processat intern de 24 bits, 
a un mostratge de 46 kHz. Té fins a 100 memòries de presintonies d’usuari, amb 
més de sis paràmetres ajustables separats en banda alta i baixa per presintonia. Té 
dotzenes d’efectes, i incorpora super bass, un modulador en anell, un filtre 








Fig. 4.: Aspecte de la unitat multi-efectes Modulizer Pro Dsp 1224p 
 
Un altre model de processador multi-efectes és el Virtualizer Pro Dsp2024P, amb 
71 nous algoritmes, dotat d’algoritmes de reverberació amb una habitació virutal de 
wavs adaptatius per a reverberació natural i retard. Capaç de modular, tractar amb 
el rang dinàmic del senyal i l’equalització. Té més de 7 paràmetres ajustables 
també separats per bandes freqüencials, i més de 100 presintonies a més de les 
100 presintonies de memòries d’usuari. També permet la implementació Midi. 
 
 
Fig. 5.: Aspecte de la unitat multi-efectes Virtualizer Pro Dsp 2024p 
 
Dins dels productes de Behringer, també podem trobar per exemple el Modelador 
de Reverberació V-Verb Pro Rev2496, amb 400 presintonies, i més de 30 
paràmetres, orientat a modelar reverberacions de forma més professional, o el 
Minifex Fex800, de reduïdes dimensions, i ja orientat a més efectes. 
 
Però Behringer, com hem dit anteriorment, és una marca especialitzada en tot tipus 
d’equipament, i si aprofundim una mica més, trobem una gran varietat d’equips de 
processament dinàmic del senyal, és a dir, equips especialitzats en efectes 
d’amplitud del senyal, sense centrar-se en l’eix temporal del senyal. 
 
Per exemple, el Composer Pro-XL MDX2600, és un equip amb compressor, 
expansor, amplificador, limitadors de pic adaptatius amb de-essers integrats, 
enfatitza la dinàmica del so inclòs en compressions extremes, té la possibilitat de 
















Utilitzar software per a processar àudio s’ha convertit actualment en un fet molt 
habitual. I és què, treballar sobre una eina informàtica, permet unes possibilitats 
d’anàlisi increïbles, fent molt més eficient el procés de processat, i estalviant molt 
de temps a l’usuari. 
 
Com a l’equipament hardware, podem trobar infinitat de tipus de software 
informàtic per a treballar sobre audio: editors, processadors, plug-ins, etc. I és què, 
podem trobar software molt potent amb molts paràmetres o possibilitats de tasques 
a realitzar, o software més específic i sofisticat sobre una en concret. 
 
En el camp del processat d’àudio, el software existent per norma general es limita a 
simular amb interfícies gràfiques equipament hardware, no necessàriament 
simulant l’apariència física, però sí la seva parametrització i les seves possibilitats, 
arribant en moments donats a ser fins i tot més sofisticats, ja que no tenen una 
limitació electrònica com el hardware, i són molt més eficients a nivell d’espai. 
 
No obstant, el software s’ha d’executar sobre hardware existent, i això ja els 
indueix a presentar limitacions. És a dir, no tots els sistemes informàtics són 
capaços de suportar qualsevol software, ja que es precisen una sèrie de 
components físics electrònics, amb unes determinades característiques, a més d’un 
sistema operatiu compatible. 
 
Professionalment parlant doncs, s’utilitzen grans equips hardware combinats amb 
grans programes informàtics. En l’àmbit domèstic, s’utilitzen de més intuïtius, 








Hi ha infinitat de software d’àudio, degut a que és un camp que desperta molt 
l’interés de l’usuari per norma general. Ens centrarem doncs, en aquells basats en 
els efectes d’audio, o que integrin aquestes opcions en ells. 
 
Un de molt popular, sobretot en l’àmbit domèstic, és el Cool Edit Pro. 
 
Cool Edit Pro és un software de processat d’àudio: grabació, editor i mesclador. 
Està dissenyat per a Windows. Inclou mòduls d’efectes digitals d’alta qualitat, i pot 
mesclar més de 64 pistes alhora, utilitzant qualsevol targeta de so. 
Està dotat d’una finestra amb les dades temporals del senyal i altres dades. Permet 
grabar, reproduïr, convertir, i editar arxius de més de 2 gigabytes de tamany en un 
de més de 25 formats diferents. Es poden utilitzar una gran varietat de mòduls 
d’efectes: Reverberació, Multitap Delay, 3D Echo, Equalitzadors (gràfics, 
paramètrics, etc), compressor (tractament de rang dinàmic en general), chorus, 
flanger, distorsió, convolució, canvi de to, canvi de tempo, etc. 
 
 








Aprofundim més en els efectes que pot emprar Cool Edit Pro i en els paràmetres 
que permet ajustar. 
 
El primer mòdul d’efectes que ens trobem és el d’efectes d’amplitud de senyal. En 
ell ens trobem els següents efectes: 
- Amplificador: Permet ajustar el percentatge d’amplificació del senyal en tant 
per cent. 
- Mesclador de canals: Exclusiu per a senyals estèreo. Permet ajustar la 
influència en percentatge de cada canal del senyal. 
- Processat Dinàmic: Permet controlar la dinàmica del senyal mitjançant 
compressió o expansió a partir de diagrames entrada-sortida, i els factors i 
llindars respectius en dB. També permet controlar els paràmetres del 
processador de guany i del detector de llindar, és a dir, els seus temps 
d’atac i de release. Inclòs, es pot limitar una banda freqüencial sobre la que 
actuarien els paràmetres anteriorment seleccionats. 
- Envolvent: A partir d’un diagrama representatiu d’un gràfic continu i de 
presintonies, permet determinar la forma dóna del senyal processada. 
- Normalització: Permet introduir el valor del percentatge al qual normalitzar 
el senyal, és a dir, a quin valor s’han d’establir les seves amplituds. 
 
Al següent mòdul ens trobem els efectes de retard, és a dir, aquells en els quals no 
variem la dinàmica del senyal, sinó que treballen aplicant un retard sobre les 
mateixes mostres del senyal per a processar-la.  
 
- Delay: Permet definir el temps de retard de les mostres, i el percentatge del 
retard que influenciarà sobre el senyal original. 
- Echo: Permet definir els temps de retard, el volum inicial dels ecos, i dels 
temps que triga en decaure l’eco. Permet equalitzar la banda freqüencial de 
l’efecte. 
- Echo Chamber: Permet simular ecos en cambres, permetent definir 
dimensions de la cambra, intensitat, número d’ecos, etc. 
- Flanger: Permet definir el percentatge de senyal retardat, el retard inicial i 
final, la realimentació del retard i inclòs la fase en senyals estèreo. També 










- Reverb: Permet definir la longitud total de la reverberació, el temps d’atac i 
d’absorció d’alta freqüència, i els percentatges d’influència de la reverberació 
creada sobre el senyal original. 
 
Tots aquests paràmetres són configurables sobre quadres de diàlegs específics per 
a cada efecte, i en els que apareixen a més, les presintonies orientades per a 
cadascun dels efectes. 
 
La resta de mòduls d’efectes de Cool Edit Pro, treballen sobre efectes freqüencials 




Un altre exemple de software popular, pot ser el Sound Forge de Sonic Foundry. 
Inclou un poderós set de processadors d’àudio, eines i efectes per a manipular-lo. 
Està dotat d’una combinació d’uns 35 efectes d’àudio amb més de 200 presintonies. 
Inclou dotzenes de característiques per a editar: enfatitzar, inserir silencis, 
remostratjar, fades, panoramitzar, normalitzar, etc. Inclou a més Plug-ins de 
DirectX audio, un conjunt de llibreries de windows pel tractament amb àudio a 
temps real. En concret, el conjunt d’efectes inclou: Modulació d’amplitud, chorus, 
delay, distorsió, flanger, porta de soroll, variació de pitch, reverberació, vibrato, 
compressió temporal, wave hammer i més. Inclou a més tres equalitzadors: gràfics 
i paramètrics. Va també orientat al sistema operatiu Windows. 
 
 







1.2. JUSTIFICACIÓ i OBJECTIUS DEL PROJECTE: 
 
Actualment, com acabem de veure, la situació actual pel que fa a equipament i a 
software existent ja està molt desenvolupada, i permet treballar amb molta 
flexibilitat, i amb una gran varietat de possibilitats en el món dels efectes d’àudio. 
 
No obstant, els equips que hem vist i inclòs el software no deixen de ser unes eines 
tan completes que a vegades segons el perfil d’usuari i l’ús que li volem donar, per 
exemple, per a usos docents, esdevenen d’un ús complex, excessivament tècnic, 
poc intuïtiu i poc accessible. 
 
És per això, que la idea es elaborar un software que realitzi les tasques del 
processat de senyal, agrupant una sèrie d’efectes, però sempre anant orientat a un 
ús simple, per a un ús de docència, és a dir, clar i concís. 
 
És a dir, tindrem varis objectius a nivell global a aconseguir: 
 
Amb el disseny i la implementació del software, haurem d’aconseguir que l’usuari 
pugui emprar-lo fàcilment, sense la necessitat de tenir excessius coneixements 
sobre el tema, és a dir, no fer complex l’ús, sinó aconseguir que l’usuari adopti 
coneixements addicionals a partir de l’ús del software. 
 
Aconseguir un software adient doncs, per als camps de la docència i l’aprenentatge, 
el que significarà que el software no només ha de ser senzill, sinó també molt 
accessible i intuïtiu d’emprar, per a aconseguir que esdevingui en un software 
orientat a tothom interessat en el món dels efectes. És a dir, l’objectiu serà doncs 
elaborar-ho amb caire docent, però no especialitzant-se en un nivell concret 
d’usuari, sinó simplificar-lo al màxim per a que pugui ser accessible per tothom. 
 
S’haurà d’aconseguir doncs, que l’usuari tingui en tot moment el control sobre el 
software, i no quedi desorientat, i sigui capaç d’entendre el comportament al cent 
per cent de tots els efectes. Per a aconseguir-ho doncs, haurem de fer una selecció 
d’uns tipus d’efectes determinats i d’uns paràmetres bàsics configurables, 









Ens centrarem doncs, en els efectes de retard i de rang dinàmic (que són els més 
entenedors i més fàcils d’assimilar per a un nivell més bàsic), cadascun amb uns 
paràmetres bàsics concrets. (veure apartat 4) 
 
S’haurà d’aconseguir que l’usuari es familiaritzi amb els entorns gràfics, i sigui 
capaç d’analitzar els resultats obtinguts, a partir de la configuració seleccionada de 
l’efecte. És a dir, l’usuari ha de poder gaudir d’una representació gràfica del resultat 
obtingut del processat del senyal, i ser capaç de per què el senyal d’àudio ha 
resultat amb unes característiques determinades, i també de provocar un resultat 
concret sobre el senyal, és a dir, ser capaç de donar els valors adequats als 
paràmetres de l’efecte a aplicar per a obtenir un efecte auditiu desitjat al senyal 
d’àudio. 
 
Serà doncs també imprescindible també familiaritzar a l’usuari amb el món de les 
simulacions a temps real, a partir de diferents fonts d’àudio, i fer-li entendre el 
criteri gràficament. És a dir, s’ha de veure pas a pas el procés a seguir per 
l’aplicació per a arribar fins al final desitjat, indistintament de la procedència del 
senyal orginal. 
 
Un altre objectiu serà que el software sigui eficient i ràpid, és a dir, l’usuari ha de 
poder anant manipulant l’aplicació amb certa rapidesa. 
 
Així doncs, la justificació és força evident. I és què, el disseny i la implementació 
del present projecte vénen donats per la necessitat que roman present a la societat 
d’implementar software complet però senzill que realitzi la tasca de processar 
senyals d’àudio en temps real, i emprar-ho a docència. 
 
Un altre motiu és que amb el present projecte, també es té com a objectiu 
aconseguir un alt coneixement de les tecnologies (software) implicades en ell: 
Matlab (sobretot en inferfícies gràfiques) i Simulink. 
 
A més, és un motiu també molt interessant poder realitzar una interfície gràfica des 
d’on controlar paràmetres per a les simulacions a temps real, podent seguir en tot 









1.3. FASES DEL PROJECTE: 
 
Per a dur a terme el present projecte, s’han definit unes fases per a la seva 
realització, en funció de la tasca a realitzar, per a seguir un ordre adeqüat i obtenir 
un control temporal de l’evolució del seu desenvolupament, a més de per a poder 
treballar sobre unes pautes establertes. 
 
A continuació es detallen les fases del projecte: 
 
 
1.3.1. FASE 1: Què fer? Què tenim per fer-ho? 
 
La primera fase consisteix en cercar una idea genèrica del projecte a realitzar, a 
partir de les necessitats observades a l’entorn, i dels objectius que es pretenen 
assolir. 
 
A la primera fase doncs, es recopila informació per a observar com, en aquest cas, 
se situa el món dels efectes al processat d’àudio, avaluant així les tecnologies 
presents implicades, fabricants d’equips i software existent, i poder identificar així 
les necessitats i objectius que són útils de dur a terme, i al perfil d’usuari a qui 
anirà orientat. És a dir, identificar les funcionalitats bàsiques i beneficis que volem 
obtenir. 
 
Serà necessari doncs en primer lloc obtenir informació teòrica del funcionament 
intern dels efectes i dels seus algoritmes i criteris de disseny, per a poder identificar 
primerament els efectes interessants d’implementar i els seus paràmetres que són 
interessant representar, a més dels seus trets comuns per a veure com poder 
integrar el sistema. 
 
Òbviament doncs, es necessitarà també informació sobre tècniques per a elaborar 
simulacions de senyals a temps real, i poder extraure una idea bàsica de quin tipus 
de simulacions dur a terme. 
 
Serà necessari també doncs, obtenir molta informació sobre tecnologies i recursos 
existents útils i capaços de ser eines vàlides per al disseny i desenvolupament de 








És a dir, en aquest cas fer una exploració dels llenguatges de programació existents 
orientats a un disseny adequat i orientat a tècniques de processament d’àudio, a 
més d’identificar les seves estructures genèriques per emprar-los. 
 
També doncs, del software i tecnologies existents per a implementar els 
llenguatges, i com poder explotar els recursos disponibles al màxim. Primerament, 
avaluar a grans trets els funcionaments globals dels softwares disponibles, i 
després entrar en detalls més tècnics de funcionalitats disponibles. 
 
Durant el desenvolupament d’aquesta fase, sempre s’ha de treballar en funció del 
temps disponible, i tenint una visió global del que és assolible dur a terme i del que 
no. Així doncs, és adequat fer una planificació aproximada global del projecte, tant 
en aquesta fase com en la següent. 
 
 
1.3.2. FASE 2: Com fer-ho? 
 
La segona fase consistirà en recopilar tota la informació obtinguda, i a partir d’ella i 
dels recursos dels que disposem dissenyar uns requeriments necessaris per a dur a 
terme el projecte i identificar com poder dur-los a terme. 
 
S’haurà de, a partir de la informació teòrica i dels objectius a assolir, identificar 
com voler implementar-ho en termes tècnics, és a dir, aspectes a tenir en compte 
de com fer el disseny sempre tenint en compte els objectius. 
 
En concret, caldrà doncs definir una arquitectura exhaustiva tècnica del sistema, 
esbrinant com poder utilitzar les tecnologies i recursos existents per a poder 
realitzar el disseny desitjat. És a dir, esbrinar com els programes escollits per al 
disseny, es poden combinar entre ells per a dur a terme un software que assoleixi 
els objectius, sempre seguint els requeriments tècnics definits en aquesta mateixa 
fase. Doncs, caldrà parametritzar ja amb exactitud i tenir ja una idea ben clara del 
funcionament detallat de tot el sistema, i de com el dissenyarem i l’implementarem. 
 
Degut a aquest motiu, a mesura que es va definint la estructura del sistema a 
dissenyar, caldrà anar avaluant si s’acull als requeriments tècnics definits, i quina 







És essencial doncs aquesta fase, ja que serà la que dictarà el posterior disseny i 
implementació. És possible també que pugui veure’s alterada si no s’ha realitzat de 
forma òptima, en funció de les posteriors dificultats trobades al disseny o durant la 
implementació del sistema. 
 
Al igual que en la fase anterior, s’ha de definir la idea exactament sempre tenint 
present el temps disponible. 
 
 
1.3.3. FASE 3: Quan fer-ho? 
 
Un cop ja se sap exactament el sistema a desenvolupar i de què eines i tècniques 
disposem per al seu disseny i implementació, es passa a fer una planificació 
temporal de la durada del projecte, tenint present també ja el temps transcorregut 
en les dues fases anteriors. 
 
I és què, el present projecte a tingut una durada de cinc mesos, entre els quals 
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1.3.4. FASE 4: Disseny del codi 
 
Un cop ja es té definida una arquitectura i una estructura per al sistema, ja amb els 
paràmetres adequats exhaustivament definits, i les seves parts, s’ha de fer un 
disseny del codi que constituirà el projecte. 
 
És a dir, a partir del llenguatge escollit, de les tecnologies implicades, i de la 
arquitectura definida del sistema, s’haurà de fer un disseny de l’estructura del codi 
que constituirà el projecte. 
 
És a dir, fer un disseny de les funcions a emprar o que poden ser útils guiant-se per 
les parts comunes del projecte, fer un disseny de la ubicació i contingut d’aquestes 
funcions en funció de la estructura del sistema que volem dissenyar, i de l’entorn 
de treball en el que treballem. 
 
Concretament, s’haurà d’establir un disseny exhaustiu en funció del funcionament i 
de les regles que dictin els programes que utilitzem (traspàs de dades d’unes 
funcions a altres, estructures gràfiques, objectes presents, com passar dades de la 
interfície gràfica als blocs de les simulacions, etc.), i sempre seguint la pauta que 
dicten els requeriments tècnics anteriorment definits. 
 
 
1.3.5. FASE 5: Implementació del sistema 
 
Aquesta és la fase clau del projecte. Durant aquest fase s’implementen totes les 
idees i el disseny anteriorment realitzat. És el resultat visual de totes les fases del 
projecte. Així doncs, executar-la de manera adequada determinarà l’èxit o no de 
l’aplicació dissenyada. 
 
Durant aquesta fase s’implementarà tot el codi en el llenguatge realitzat, i de tal 
forma que sigui capaç d’assolir d’una forma tots els objectius a assolir pel projecte, 
seguint les normes tècniques marcades pels requeriments, de tal forma que 










És a dir, a la present fase s’implementa tot l’aspecte visual (entorn gràfic de 
l’aplicació), com tot el funcionament intern del sistema (parametrització, traspassos 
de dades, etc.), i execucions sobre temps real. 
 
Resumint, és la fase en la qual es porta a la pràctica tota la informació 
anteriorment recopilada, i totes les condicions de disseny anteriorment definides. 
Per aquest motiu, també serà la fase amb més cost temporal del projecte. 
 
 
1.3.6. FASE 6: Fase de proves 
 
És una fase molt vinculada a la fase de la implementació de l’aplicació. 
 
Durant la fase de proves, cal verificar que tota la implementació funciona 
correctament i que s’ajusta als objectius i requeriments definits. És una fase 
dedicada a fer proves d’execució de l’aplicació implementada, i en la que s’han 
d’utilitzar no només casos genèrics, sinó executar l’aplicació en casos extrems, 
encara que no siguin habituals els seus usos, ja què això dotarà de robustesa al 
sistema. 
 
És la fase que si resulta satisfactòria, ja dóna per conclosa la part de programació 
del projecte, però que si en canvi detecta carències, obliga a tornar a una fase 
anterior per a modificar la implementació, o fins i tot pot ser que obligui a tornar 
fins a la fase de disseny si el problema no resideix en la forma d’implementar-ho, 
sinó en la forma de dissenyar-ho. 
 
És una fase que es duu a terme ja en la fase final de la implementació del sistema, 
però que no es exclusiva en la seva totalitat durant aquest període, ja que s’ha 
d’anar fent proves durant tota la programació, pel simple fet que és impossible 
avançar en el desenvolupament d’una implementació sense anar verificant el bon 












1.3.7. FASE 7: Elaboració de la memòria 
 
És la fase que engloba el disseny i desenvolupament de la present memòria que 
acompanya a la aplicació dissenyada. Per fer-la efectiva, s’ha de fer un recull 
ordenat de tot el procés i contingut que apareixen en el desenvolupament de 
l’aplicació, de forma concisa i ordenada. La memòria ha de servir de document 
explicatiu de l’aplicació. Es duu a terme un cop ja s’ha desenvolupat i finalitzat 













































2. TECNOLOGIES IMPLICADES: 
 
Com en tots els projectes de desenvolupament d’aplicacions, en l’elaboració del 
Processador d’Efectes d’Àudio Virtual del present projecte, intervenen vàries 
tecnologies que s’empren com a recursos per a la seva realització, i sense les quals 
hauria estat impossible dur-lo a terme. 
 
Principalment, per al desenvolupament del projecte s’han emprat solucions 
software, però també s’han emprat algunes solucions hardware, sempre 
necessàries. 
 
Pel que a software respecta, intervindran dues grans aplicacions, que englobaran a 
la resta. 
 
Per una banda el software Mathworks Matlab, en la seva versió 6.5. Es tracta del 
software que proporciona el llenguatge de programació, a més de les eines 
necessàries per a la implementació de la interfície gràfica del sistema. És a dir 
doncs, en aquest cas és el destinat a dissenyar i implementar tota la part de 
parametrització i control d’usuari visual. És una eina per a treballar a alt nivell, 
sobre blocs de dades ja presents, no sobre tasques a temps real. 
 
Per una altra banda, el Mathworks Simulink, que segons com es miri, es un 
mòdul addicional de Matlab, però amb una topologia i interpretació diferents. És el 
software encarregat d’executar simulacions en temps real mitjançant diagrames de 
blocs. És la eina emprada doncs, per a dur a terme el processat del senyal a partir 
dels paràmetres provinents de la interfície gràfica. 
 
El fet de que Simulink sigui un mòdul addicional de Matlab, permet doncs que el 
disseny d’ambdós permeti estar orientat a la utilització conjunta amb l’altre 
software, i que contempli una sèrie aplicacions comunes i compatibilitats. 
 
La clau doncs, erradica en treure el màxim partit a cadascun dels softwares fins a 
on els seus dissenys ens permetin, i aprofitar les seves compatibilitats per utiitzar 
cadascun per a la tasca desitjada. 
 
 





Ambdós softwares, s’utilitzaran per a simular els efectes tenint presents tècniques 
de processat d’àudio. I és què, com s’ha esmentat anteriorment, les simulacions 
seran a temps real, fet que implica que s’hagi de tractar un senyal que s’ha de 
capturar, i processar-lo a mesura que es va executant el sistema. 
 
Per aconseguir una bona aproximació, i per agilitzar el temps de càlcul, s’utilitza un 
processat per blocs de mostres dels senyals, treballant sempre sobre mostres 
semblants temporalment parlant. També caldrà controlar que les cues de les 
convolucions de cada bloc, no afectin al següent bloc a processar a cada senyal. 
 
Pel que fa al hardware emprat, s’utilitzen altaveus, que suposen la font de sortida 
de l’audio processat, degut a que les simulacions es fan sobre Windows, i les 
simulacions es realitzen per a tenir la seva sortida a dispositius de sortida d’audio 
de Windows. 
 
També són necessaris dispositius d’entrada per a capturar els senyals, que poden 
ser micròfons, també presents a les simulacions per a executar sobre Windows. 
S’empren només quan es vulgui processar un senyal que es va capturant per 
dispositiu extern. Si es vol processar un senyal enregistrat no s’utilitzaran, però sí 
els altaveus. 
 
Finalment, també cal destacar el hardware que l’usuari no haurà d’aportar, però 
que es essencial que hi sigui. Dins d’aquest grup entraria la targeta de so del pc, 
encarregada de controlar l’àudio a la màquina. I lògicament, també entrarien tots 



















2.1.1. MATLAB: PROGRAMACIÓ A ALT NIVELL: 
 
Matlab és un llenguatge d’alt rendiment per programació a nivell tècnic. Integra tot 
el tema de càlcul, visualització i programació en un entorn senzill d’utilitzar on els 
problemes i les solucions s’expressen en una familiar notació matemàtica. Les 
aplicacions típiques inclouen: 
- Matemàtiques i càlcul 
- Desenvolupament d’algoritmes 
- Adquisició de dades 
- Anàlisi de dades, exploració i visualització 
- Gràfics científics i d’enginyeria 
- Desenvolupament d’aplicacions, incloent editors d’interfícies gràfiques 
d’usuari 
 
Matlab és un sistema interactiu a on els elements de dades bàsics són vectors que 
no requereixen de dimensionat. Això permet a l’usuari solucionar infinitat de 
problemes de càlcul, especialment aquells que treballen amb matrius i vectors, en 
una fracció de temps equivalent a la transcorreguda en escriure un programa en un 
llenguatge no interactiu escalar com el C. 
 
Matlab s’ha desenvolupat durant els anys amb la incorporació de molts usuaris. A 
entorns universitaris, és la eina educacional estàndar per als cursos introductoris i 
avançats en matemàtiques, enginyeria i ciència.  
 
Matlab ofereix una familia de solucions d’aplicacions específiques afegides 
anomenades toolboxes. Molt important per a la majoria d’usuaris de Matlab, les 
toolboxes permeten aprendre i aplicar una tecnologia especialitzada. Són coleccions 
compatibles amb les funcions de Matlab (M-files) que extenen l’entorn per a 
resoldre clases particulars de problemes. Les àrees que abasteixen aquestes 
toolboxes que poden resultar molt interessant per al proesent projecte són el 








El sistema Matlab està constituït per cinc parts principals: 
- Eines d’escriptori i entorn de desenvolupament: És el lloc d’eines 
que faciliten a l’usuari a utilitzar les funcions i arxius de Matlab. La 
majoria d’aquestes eines són interfícies gràfiques d’usuari. Inclouen 
l’escriptori de Matlab i la finestra de comandes, un històric de comandes, 
finestres d’ajuda, i l’espai de treball entre d’altres. A més també està 
dotat d’un selector de ruta, on es selecciona la carpeta on s’ha de 
recórrer per a localitzar els arxius. 
- La llibreria de funcions matemàtiques de Matlab: És una enorme 
col·lecció d’algoritmes de càlcul que van des de funcions elementals, fins 
a funcions molt més sofisticades. 
- El llenguatge Matlab: És un llenguatge de vectors i matrius d’alt nivell 
amb funcions, estructures de dades, entrades/sortides, i especificacions 
per a programació orientada a objectes. Permet programar de forma 
ràpida i eficient, tant aplicacions bàsiques com molt més sofisticades. 
- Gràfics: Matlab disposa de facilitats per a representar gràficament els 
vectors i matrius. Inclou funcions d’alt nivell de dos i tres dimensions per 
a la visualització de dades, processat d’imatge, animació, i presentació 
de gràfics. També inclou funcions de baix nivell que permeten 
personalitzar l’aspecte dels gràfics així com construir completes 
interfícies gràfiques d’usuari en les pròpies aplicacions de Matlab. 
- Interfícies externes de Matlab: És una llibrería que permet escriure 
programes en llenguatge C o Fortran interactuant amb Matlab. Inclouen 
facilitats per cridar rutines des de Matlab, cridant Matlab com un enginy 
de càlcul, i per a lectura i escriptura d’arxius Matlab. 
 
 
Fig 9.: Logotip de Mathworks Matlab 
 
 




2.1.2. SCRIPTS I FUNCIONS: 
 
Els arxius que contenen codi en llenguatge Matlab s’anomenen arxius M (M-files). 
Els arxius M es creen utilitzant un editor de textos (integrat també al software), i 
Matlab els tracta com l’usuari desitja amb altres comandes i funcions. 
 
Hi han dos tipus d’arxius M: 
- Scripts (Escriptures): No accepten arguments d’entrada ni retornen 
arguments de sortida. Operen amb dades a l’espai de treball (veure 
2.1.3.). 
- Funcions: Poden acceptar arguments d’entrada i retornen arguments de 
sortida. Les variables presents internes són variables locals per a la 
funció. 
 
Quan es crea una aplicació, aquests arxius creats a l’editor s’acostumen a agrupar 
tots conjuntament i ordenadament per a una programació més senzilla i situada. És 
a dir, l’usuari acostuma a crear-se una pròpia toolbox, amb els arxius programats i 
influents a l’aplicació. Això suposa que Matlab ha de treballar sobre aquesta ruta 
per a localitzar els arxius. Aquesta és la ruta que l’usuari ha d’indicar en el selector 




Quan l’usuari crida a un script, Matlab simplement executa les comandes trobades a 
l’arxiu. Els scripts poden operar sobre dades existents a l’espai de treball, o poden 
crear noves dades a les quals operar. Encara que els scripts no retornen arguments 
de sortida, algunes variables que creen romanen a l’espai de treball, per a ser 
utilitzades en posteriors càlculs. A més els scripts poden produïr sortides gràfiques 
utilitzant funcions per a representacions gràfiques. 
 
Per a crear o editar un script, només cal executar a la linea de comandes  
edit nomdelscript.m 
Si l’arxiu ja estava creat, obre l’editor de codi per a modificar-lo. Si no s’havia 











Les funcions són arxius M que poden acceptar arguments d’entrada, i retornar 
arguments de sortida. El nom de l’arxiu M i de la funció ha de ser el mateix. Les 
funcions poden operar amb variables sense la necessitat de recórrer al seu propi 
espai de treball, independentment de l’espai de treball l’usuari pot accedir a la linea 
de comandes. 
 
La primera linea de la funció de l’arxiu M comença amb la paraula clau function. 
Això assigna el nom de la funció i l’ordre i tipologia dels arguments. És a dir, si ens 
trobem la comanda function a=prova(b,c), significa que a la funció haurà de 
rebre dos paràmetres d’entrada per a executar-se correctament: b i c, i que 
retornarà un paràmetre a de sortida. En aquests casos doncs, caldrà assignar un 
valor al paràmetre de sortida abans de finalitzar la funció. 
 
 
2.1.3. ESPAI DE TREBALL: 
 
L’espai de treball de Matlab (Matlab Workspace) consisteix en el sistema de 
variables (nomenades vectors) acumulades durant una sessió de Matlab i 
emmagatzemades en memòria. Es poden afegir variables a l’espai de treball 
utilitzant funcions, executant arxius M, i carregant espais de treball existents. És 
doncs, tan senzill com executar les variables necessàries des de la linea de 
comandes, o exportar-les des de funcions externes per a tenir-les ja disponibles a 
l’espai de treball, i poder operar amb elles. 
 
És a dir, és un espai on es poden definir variables i carregar-les des de funcions 
externes. En el cas del present projecte, és molt útil per a treballar amb variables 
que es volen anar actualitzant a nivell global, per a ser emprades per funcions 
externes, i per a utilitzar variables com a alertes d’execució de certes funcions del 
programa. I lògicament, també molt útil per a tenir localitzades les variables que 
ens interessi després de realitzar qualsevol tipus d’operació. 
 
Serà doncs essencial tenir un alt control de la mecànica a seguir per a l’intercanvi 
de dades entre l’espai de treball, i les funcions i/o escriptures externes. 
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Es poden realitzar operacions de l’espai de treball i de característiques relacionades 
mitjançant un “browser” de l’espai de treball, que consisteix en una finestra 
resident a l’entorn de Desenvolupament de Matlab, des d’on en tot moment podem 
veure les variables actives en la nostra sessió Matlab, que seran doncs disponibles 
per a operar amb elles. 
 
Al “browser” de l’espai de treball doncs, podrem identificar el nom de les variables 




2.1.4. MANIPULACIÓ DE GRÀFICS: INTERFÍCIES GRÀFIQUES 
D’USUARI (GUI) 
 
Un altre aspecte molt interessant de Matlab per al present projecte, és la gran 
sofisticació que aquest disposa pel que a entorn gràfic respecta. I és què, Matlab 
disposa d’un gran nombre de funcions d’alt i baix nivell per a la manipulació de 
gràfics. 
 
A més disposa d’un entorn de desenvolupament específic per a la creació 
d’interfícies gràfiques d’usuari (GUIDE). 
 
Aquest entorn proporciona les eines necessàries per a la creació de les interfícies 
gràfiques d’usuari (GUIs). Aquestes eines simplifiquen enormement el procés de 
disseny i de construcció de les interfícies. Es pot usar l’entorn GUIDE per a: 
 
- Dissenyar l’aspecte gràfic de la interfície: L’entorn GUIDE 
proporciona un editor gràfic amb el que poder dissenyar fàcilment 
l’aspecte visual de la interfície, mitjançant components elementals 
gràfics, dels quals podrem definir les seves propietats gràfiques. És a dir, 
proporciona un editor per a poder construir el disseny visual mitjançant 
botons, quadres de text editables, etiquetes de text, barres de 
desplaçament, menús, panells, etc. L’entorn GUIDE emmagatzema 
l’aspecte de la interfície gràfica en un arxiu anomenat arxiu FIG (FIG-
file). 
 
- Programar la interfície: GUIDE atomàticament genera un arxiu M que 
controla com operaran els elements de la interfície. L’arxiu M inicialitza la 
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interfície i conté una sèrie de funcions anomenades Callbacks que són a 
les quals es programen les funcions corresponents a cada component de 
la interfície. Unes funcions doncs, que s’executen quan l’usuari fa click al 
component de la interfície. Aquest arxiu M generat que conté totes 
aquestes funcions es pot tractar i editar com qualsevol arxiu M utilitzant 
l’editor d’arxius M, al qual podrem afegir codi a les diferents funcions 
Callback per a programar cada component de la manera que convingui. 
 
És a dir, per al disseny de la interfície gràfica haurem de dividir la tasca en dues: 
Per una banda, en la creació de l’arxiu FIG, el qual construirem gràficament i 
definint les seves propietats de comportament a nivell gràfic. Per una altra, la 
programació de cadascun dels components presents a l’arxiu FIG, per a determinar 
com s’han de comportar en cada moment i com han d’actuar. Això ho farem editant 
doncs les funcions Callback de l’arxiu M generat automàticament, que portarà 
lògicament el mateix nom que l’arxiu FIG. 
 
Evidentment, una aplicació (com és el cas del present projecte) pot agrupar tantes 
interfícies gràfiques i relacionar-les entre elles com es vulgui, amb els seus 
respectius arxius M de programació, i enllaçar amb scripts i funcions externes 
addicionals, i amb l’espai de treball. 
 
 
2.1.5. DISSENY GRÀFIC DE LA INTERFÍCIE. CREACIÓ DE 
L’ARXIU .FIG 
 
L’editor gràfic de l’entorn GUIDE permet seleccionar components gràfics des d’un 
panell lateral, i arrossegar-los a l’àrea de disseny. Aquest entorn disposa d’icones 
des d’on poder tenir accés directe a la configuració de les propietats gràfiques de 
cada component, o per a anar directament a la edició de l’arxiu M corresponent al 
present arxiu Fig. 
 
Veiem amb més detall l’aspecte i les funcions de l’editor gràfic per a la creació de 
l’arxiu Fig: 
 




Fig 10.: Aspecte de l’editor gràfic per al disseny de l’arxiu FIG de la interfície 
 
Així doncs, veiem dels components elementals gràfics presents al panell lateral amb 
més detall, que són els components dels que disposem per a realitzar la interfície 
gràfica, i als que posteriorment els hi corresponen una funció Callback a cadascú a 
l’arxiu M de la interfície, que s’hauran de programar per definir el seu 
comportament. 
 
- Components de les GUI: 
 
Botons de pitjat (Push Buttons): Generen una acció quan són clickats. Són 
aquells que en el moment de polsar-se, visualment es pitjen, i s’executa la seva 
callback, i automàticament visualment tornen a aparèixer com al principi en el 
moment de deixar de fer click amb el mouse. 
 
Botons de palanca (Toggle Buttons): Generen una acció i indiquen si estàn 
pitjats o no pitjats. És a dir, en el moment de fer click sobre un botó de palanca, 
apareix visualment pitjat, encara quan es deixa de fer click el mouse. En aquest 
moment doncs, és quan s’executa la seva funció callback. Quan es torna a fer click 
sobre ell per segona vegada, es ja quan ja visualment deixa de mostar-se com a 
pitjat, i es torna a executar la seva funció callback. Serà útil doncs, programar la 
seva funció per a que actuï d’una manera quan aparegui pitjat, i d’una altra quan 
no aparegui pitjat. 
 
 




Quadres de verificació (Check boxes) : Generen una acció quan estan marcats i 
indiquen el seu estat com a marcats o no marcats. 
 
Botons radio (Radio Buttons): Són similars als quadres de verificació, però 
s’acostumen a utilitzar en grups, i programar-los entre ells per a que només només 
es pugui seleccionar un alhora. 
 
Text Editable (Edit Text): Són camps que permeten a l’usuari introduir o 
modificar cadenes de caràcters. Són útils per a emprar textos com a entrada. La 
seva funció callback s’executa quan l’usuari pitja Enter. 
 
Text Estàtic (Static Text): Són etiquetes de text per a títols. S’acostumen a 
emprar doncs, per a etiquetar els controls presents a la interfície. No tenen callback 
associats a ells. 
 
Barres de desplaçament (Sliders): Accepten entrades numèriques sense un 
rang específic invitant a l’usuari a desplaçar una barra lliscant. Els usuaris poden 
moure la barra fent click al mouse i arrossegant la barra, fent click al fons de la 
barra, o fent click a les fletxes dels extrems 
 
Panells (Panels): Són quadres que només tenen la funció d’intentar agrupar 
components visualment, per a fer més entenedora la interfície. No tenen doncs cap 
callback associada. 
 
Llista (List Box): Mostren una llista d’elements i permeten a l’usuari seleccionar 
una o més d’elles. 
 
Menú desplegable (Pop-Up Menu): Estan dotats d’una fletxa que en el moment 
de fer click sobre ella, es desplega una sèrie d’opcions presents al menú. En el 
moment de seleccionar una d’aquestes opcions, torna a plegar-se el menú éssent 
visible la opció seleccionada, i executant-se la seva funció callback. 
 
Gràfic (Axes): Permeten a l’usuari representar gràfics sobre la interfície 
(representacions gràfiques de senyals, imatges, etc.). No tenen callback associada, 




2. Tecnologies implicades 
 
 31
Al present projecte, s’han emprat a les interfícies creades tots els components 
excepte els botons radio, els quadres de verificació i les llistes. 
 
- Propietats dels components de les GUI: 
 
Un cop ja tenim col·locat el component a l’àrea de disseny de la interfície gràfica, 
s’han de definir les propietats per a cada component, per a posteriorment poder 
programar les funcions callback. 
 
La configuració de les propietats es fa mitjançant una opció de l’editor d’arxius Fig 
anomenada Inspector de Propietats. Aquest Inspector, es tracta d’una finestra 
existent per a cada tipus de component gràfic, on resideixen totes les propietats del 
component, i a on es poden definir. És essencial definir-les de forma adequada, ja 
que en el moment de programar les callbacks de les components, ens haurem de 
basar en aquestes propietats. 
 
Cada component té doncs, lògicament, unes propietats concretes. Però hi han unes 
propietats més habituals i comunes per a tots els elements, i que es defineixen per 
igual en tots els components: 
 
Nom (Name): El valor de la propietat Name de la figura, suposa el títol que es 
mostra a la part superior de la GUI. Té sentit doncs, definir-se només per a la 
figura que compren la interfície, no per a cada component. 
 
Etiqueta (Tag): Aquesta propietat determina una cadena de caràcters única que 
suposa l’identificador per a cada component. GUIDE utilitza aquest identificador per 
a construir els noms de les funcions callbacks associades a cada component. 
 
Cadena (String): Aquesta propietat és a on es defineix el text que ha d’aparèixer 
a algun tipus de component. Pels botons, els quadres de verificació, les llistes i els 
textos estàtics, el text que assignem a la propietat String apareix dins o a prop del 
component. Per a un text editable, la propietat String, conté la cadena que ha 
d’aparèixer al quadre de text, és a dir, quan l’usuari edita el text, la propietat 
s’actualitza. Als menús desplegables, es col·loquen tots els elements que han 
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Valor (Value): Conté un valor numèric per al component, a ha de trobar-se dins 
del rang especificat entre les propietats Max i Min. Són molt habituals per exemple 
a les barres de desplaçament, on a mesura que l’usuari va desplaçant la barra, la 
propietat va variant de valor, sempre comprès entre el màxim i el mínim establert. 
 
Veiem per exemple, la finestra de l’Inspector de Propietats d’un component de la 
interfície del present projecte. 
 
Es tracta d’un botó de pitjat (Push Button), el qual hem idenficat com a 
“botosimulacioarxius” (veiem que ho hem definit a la propietat Tag), i en el qual 
s’ha volgut que es mostri la frase “Simulació des de l’arxiu” al component (definit a 
la propietat String). També observem com la propietat Max és 1 (valor màxim es 
quan està pitjat el botó), i la propietat Min és 0 (quan no està pitjat el botó). Així 
doncs, com és un botó, els valors de la propietat Value sempre seran 0 o 1, en 
funció de si està pitjat o no. 
 













2.1.6. PROGRAMACIÓ DE LA INTERFÍCIE. CREACIÓ DE 
L’ARXIU .M AMB CALLBACKS 
 
Un cop es dissenya l’aspecte visual de la interfície mitjançant components gràfics, i 
es defineixen les seves respectives propietats, el següent pas es programar la 
interfície gràfica. 
L’usuari programa la GUI mitjançant codi sobre una o més funcions callbacks per a 
cadascun dels seus components. Són funcions que s’executen en resposta a alguna 
acció de l’usuari, com per exemple, un click sobre un botó. 
Com s’ha esmentat anteriorment, aquestes funcions es creen automàticament en el 
moment que creem els components a l’arxiu .Fig, assignant-se com a titols les 
propietats tag’s dels respectius components. S’agrupen doncs en un arxiu .M que el 
GUIDE genera automàticament. A més, GUIDE afegeix plantilles per a les callbacks 
més comunes a l’arxiu M. 
L’arxiu M conté algun codi d’inicialització, una funció callback d’apertura, i una 
funció callback de sortida. Cadascuna de les callbacks és una subfunció que 
inicialment consisteix en un marc que simplement representa una definició de la 
funció. 
La implementació del sistema doncs, resideix en la programació de les callbacks de 
l’arxiu .M, mitjançant l’editor d’arxius. Serà una programació doncs en la que es 
jugarà amb la variació de les propietats dels components gràfics de la interfície, 
juntament amb altres tasques convencionals i funcions del llenguatge de 
programació. 
La funció d’apertura (Opening function), és doncs la primera callback en cada arxiu 
M del GUI. S’usa per a definir tasques que es necessiten dur a terme abans que 
l’usuari accedeixi al GUI, per exemple, per a crear dades o per a llegir dades des de 
una font externa (lògicament, des de les callbacks es pot accedir a funcions 
externes i a variables de l’espai de treball). El codi a la funció d’apertura és 
executat just abans que la interfície gràfica sigui visible per l’usuari, però després 









- Compartir dades entre les Callbacks: Estructures Handles 
Doncs, per la estructura en la que s’organitza la programació de les callbacks de les 
interfícies gràfiques, sembla que totes les funcions siguin totalment independents, 
una per a cada component, i que si es vol compartir dades entre elles, s’hagi de 
seguir la mecànica tradicional de parametrització de dades. 
No obstant, GUIDE proporciona una eina perfecta per a compartir dades entre 
Callbacks: les estructures handles. 
L’usuari por compartir dades entre funcions callbacks emmagatzemant dades a la 
estructura handles de Matlab. Tots els components en una GUI comparteixen la 
mateixa estructura handles. És a dir, la estructura és passada com a argument 
d’entrada a totes les funcions callback generades pel GUIDE. 
Per exemple, per a emmagatzemar dades contingudes a un vector X a la estructura 
handles, l’usuari: 
1. Ha de escollir un nom pel camp de la estructura handles a on voler 
emmagatzemar les dades. Per exemple, handles.dades 
2. Ha d’afegir el camp a la estructura handles, i assignar-li el vector X: 
Handles.dades=X; 
3. Guardar la estructura handles amb la funció guidata: 
guidata(hObject,handles) 
Aquí hObject és la handle del component que executa la callback. La handle del 
component és passada com a argument d’entrada, hObject, a cadascuna de les 
callbacks que genera el GUIDE. La funció guidata s’utilitza per a guardar al present 
component les dades provinents de la estructura handles, i així poder mantenir 
aquestes dades actualitzades dins de la callback en el moment que deixi 
d’executar-se. 
És a dir, les estructures handles permetran compartir dades entre totes les 
callbacks degut a que totes les callbacks es defineixen admetent estructures 
handles com a paràmetres d’entrada per definició, éssent el paràmetre hObject el 
corresponent a la estructura handles del corrent component, i handles la estructura 
genèrica. 
 






2.2.1. SIMULINK: SIMULACIONS A TEMPS REAL: 
 
Simulink és un software per a modelar, simular i analitzar sistemes dinàmics a 
temps real. Suporta tant sistemes lineals com no lineals, modelats en temps 
continu, mostrajat, o una combinació de tots dos. Es basa en la interconnexió de 
blocs que representen senyals, equacions matemàtiques, etc. per a formar models 
que representin un sistema. 
Amb Simulink, és relativament senzill construir models, a més d’editar ja models 
existents, per a afegir més sofisticació o simplement modificar, entre altres coses, 
perquè des de Simulink es té accés immediat a totes les eines d’anàlisi de Matlab, 
fet que implica poder visualitzar i analitzar resultats obtinguts, no només un cop 
finalitzada la simulació, sinó en qualsevol punt del diagrama dissenyat i traspassar i 
compartir dades des de o a Matlab amb total llibertat. 
I és què, a la hora de modelar, Simulink està dotat d’una Interfície Gràfica d’Usuari, 
editor de models, per a contruïr els models com a diagrames de blocs, emprant 
clicks i desplaçaments de cursor. Amb aquesta interfície, l’usuari pot representar 
models amb total llibertat i flexibilitat. 
Simulink inclou una extensa llibreria de blocks de fonts de dades, components 
lineals i no lineals, connectors, etc.. No obstant, també permet personalitzar i crear 
blocs propis. Treballa amb models jeràrquics, és a dir, es poden construir models 
emprant varis nivells de representació gràfica, per a poder agrupar varis bloc 
només en un per a simplificar. 
Pot treballar orientat a blocs, que és la forma més comuna, però també orientat a 
treballar amb senyals, i amb tipus de dades. 
Després de definir un model, es simula mitjançant una integració de mètodes, ja 
sigui mitjançant els menús del software (treball més interactiu), o bé mitjançant la 
linea de comandes de Matlab, ja amb caires més tècnics. Aquesta simulació es duu 
a terme definint un temps de d’inici, i un temps de finalització. 
És important destacar, que un cop feta la simulació del model desitjat, el resultat 
esta disponible a Matlab, per al seu posterior postprocessat. 
 




2.2.2. MODELATGE I SIMULACIÓ DE SISTEMES DINÀMICS: 
Modelar un diagrama de blocs sobre Simulink doncs, és una representació gràfica 
d’un model matemàtic d’un sistema dinàmic, descrit per una sèrie d’equacions 
algebraiques i/o diferencials. 
Un diagrama de blocs convencional d’un sistema dinàmic gràfic consisteix en blocs i 
línies (senyals). I és que, la base resideix en que un bloc sense un diagrama ja 
defineix per si sol un sistema dinàmic ell mateix, i les relacions entre cadascun 
d’aquests sistemes dinàmics bàsics d’un diagrama de blocs, estan representades 
per l’ús que es doni a les senyals que connecten els blocs, i que tot conjuntament, 
descriuen tot el comportament del diagrama. 
En termes pràctics, per a crear un model Simulink emprem doncs l’editor gràfic que 
permet crear i connectar instàncies de tipus de blocs seleccionats des de llibreries 
que mostren tota la varietat de tipus de blocs existents. Aquestes llibreries, són 
visibles a través del software amb el que s’anomena Library Browser. Aquest 
Library Browser agrupa doncs una sèrie de temàtiques, a les quals podem trobar 
tot tipus de conjunts que agrupen tot tipus de blocs bàsics. 
Aquestes llibreries de blocs representen sistemes elementals que posteriorment es 
poden utilitzar per a la construcció de blocs, o inclòs blocs personalitzats i definits 
per l’usuari.  
 
Fig 12.: Aspecte del Library Browser que agrupa un gran número de blocs bàsics 
 




Per a construir els models només s’ha de cercar dins de la llibreria de blocs adient 
el bloc desitjat, i posteriorment afegir els blocs a l’editor de models, que 
aparentment té un aspecte senzill, i que és el lloc on es realitza el disseny i les 
interconnexions dels sistemes, a més de tota la configuració de paràmetres de 
simulació. Per a una creació més àgil i simplificada, és adient col·locar a l’editor tots 
els blocs a emprar, i després ja connectar-los entre ells. 
Fig 13.: Aspecte de l’editor de models, on es col·loquen i es conecten els blocs 
 
És molt important doncs, considerar que si s’utilitzen blocs predefinits ja integrats a 
Simulink, aquests blocs no suposen res més que funcions de programació que 
defineixen el comportament dels blocs, fet que implica que cal verificar no només el 
seu comportament, sinó també els tipus de dades als que van orientats, per a 
evitar possibles errors a la hora de connectar blocs. 
L’editor de models com s’ha comentat anteriorment doncs, a més del disseny s’ha 
d’encarregar de controlar i dur a terme la simulació del model creat, amb el que cal 
configurar els paràmetres de simulació. 
Primerament, s’han de definir els paràmetres per a cada bloc. Simplement fent 
doble click sobre cadascun d’ells, ja es desplega un quadre de diàleg variable, en 
funció de com estigui dissenyat el bloc i de quin tipus sigui. A aquest quadre doncs, 
és on s’han de definir els paràmetres del que està dotat el bloc, que pot ser tant un 
valor assignat directament per l’usuari (sempre amb el tipus de dades adient al que 
està destinat el bloc), o bé es poden introduïr variables. 
 
 




Si s’introdueixen variables als blocs com a paràmetres, cal transferir desde Matlab 
de forma adient el valor assignat a aquesta variable abans d’executar la simulació, 
per a que un cop es vulgui simular el sistema, aquest pugui fer-ho ja comptant amb 
tots els paràmetres amb un valor per a tots els blocs presents, i no trobar-se amb 
problemes de mancança de dades. La possibilitat de poder definir variables com a 
paràmetres de blocs veurem que és la base del present projecte, variables que 
seran controlades des de la interfície gràfica de Matlab. 
S’han de defnir doncs abans d’executar la simulació, els paràmetres de simulació 
d’aquesta. És a dir, no per a cada bloc, sinó els paràmetres a nivell global de com 
serà la simulació. Es seleccionen a la opció de menú o al menú contextual de fons 
del model Simulation Parameters; és on es configuren el temps de simulació, 
toleràncies i resolucions de comportament, a més de les variables bàsiques 
d’entrada i sortida que interactuaran amb l’espai de treball en iniciar i acabar la 
simulació. 
I també existeix la opció de definir les Propietats del Model, on es poden definir 
funcions callbacks que s’executin depenent en funció de com es trobi l’estat de la 
simulació al model. És a dir, consisteix en un quadre de dialèg, amb espais per a 
inserir ordres a executar en funció de quan volem la seva execució. 
 
Veiem que té una pestanya per a 
funcions Callback, on podem definir 
accions que s’executin abans de que es 
carregui el model, quan el model 
s’inicialitzi, quan la simulació comenci, 
quan la simulació acabi, quan el model 
es guardi, o quan el model es tanqui. 
Serà doncs molt útil sobretot per a dur a 
terme accions que calen carregar al 
iniciar al model. 
Fig 14.: Aspecte del quadre de diàleg des d’on 
podem definir les propietats del model. 
 
 




Un cop ja estan definits tots els paràmetres de simulació, dels respectius blocs, i les 
propietats del model, ja es pot dur a terme la simulació a temps real. La forma més 
senzilla de controlar la seva execució és des d’una barra d’eines superior de l’editor 
de models, on apareix un botó de Play, per a iniciar la simulació, un de Pause per a 
aturar-la ocasionalment, i un de Stop per a finalitzar-la. Durant els moments en 
que el sistema s’està simulant, apareix a la part inferior de l’editor una barra de 
progrés que ens va indicant en tot moment el percentatge de simulació dut a terme 
fins al moment. La simulació durarà doncs el que s’hagi definit als paràmetres de 
simulació. 
La barra d’eines de l’editor també està dotades de més opcions bàsiques, com 
accessos per a guardar o obrir models, o per a accedir directament al Library 
Browser, per si necessitem manipular amb els blocs presents del model. 
 
2.2.3. ANÀLISI DE RESULTATS: 
Les trajectòries de les sortides des de Simulink poden ser representades emprant 
un dels següents tres mètodes: 
- Veure la sortida representada en un bloc per a representació gràfica 
desde Simulink 
- Escriure la sortida de les variables que retornen valors a la simulació i 
utilitzar les comandes de representació gràfica de Matlab per a 
representar-les. 
- Escriure la sortida a l’espai de treball utilitzant blocs de Simulink que 
s’encarreguen de transferir les dades que els hi arriben a l’espai de 
treball, i posteriorment representar-les gràficament mitjançant comandes 
Matlab de representació. Aquesta darrera, és la escollida en el present 
projecte, ja que és molt adient per a poder accedir directament a 
aquestes variables si es controla la parametrització des de Matlab, sense 












3. DESCRIPCIÓ DEL SISTEMA: 
 
Al present capítol es presenta tota la arquitectura i el procés a que s’ha dut a terme 
per a la realització del present projecte, a més de tots els objectius tècnics que 
pretén obtenir i requeriments que ha de complir. 
 
3.1 OBJECTIUS TÈCNICS. REQUERIMENTS. 
 
Són varis els objectius tècnics a assolir pel projecte, a més del requeriments que ha 
de respectar per a aconseguir assolir a posteriori els objectius marcats a nivell 
genèric: 
 
Per a aconseguir simplicitat a l’aplicació, el sistema ha de ser capaç de controlar 
des d’una interfície gràfica simulacions d’efectes a temps real d’una forma 
simplificada i intuïtiva. També ha d’integrar en una única aplicació tots els efectes i 
possibilitats que aquests aporten, per a aconseguir accessibilitat total per a l’usuari, 
poder obtenir una estructura comuna per a simplificar-la. 
 
El sistema ha de estar dotat doncs de diferents paràmetres en funció de la 
topologia i efecte seleccionat, per a poder ser flexible i s’adapti a les necessitats de 
l’usuari. 
 
El sistema ha de permetre realitzar simulacions a temps real aplicant en elles els 
efectes seleccionats amb les condicions seleccionades, tant des de senyals 
provinents d’una font d’àudio de PC com des d’un dispositiu d’emmagatzematge 
d’arxius. Ha de veure’s també tot el procés a seguir pel senyal a processar durant 
la simulació, és a dir, s’han de veure clarament tots els components dels esquemes 
digitals de processat i els seus valors actuals, seleccionats externament des de la 
interfície gràfica. 
 
Les simulacions han de ser de curta durada, per a no demorar massa el temps de 
processat, i no restringir la seva utilització només per als hardwares més sofisticats, 
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El sistema ha de treballar amb un format d’àudio estàndard, independentment del 
tipus de simulació que porti a terme l’usuari. 
 
L’aplicació ha de estar dotada d’informació addicional quan aquesta pugui aportar 
qualsevol tipus d’informació útil per a l’usuari, un suport tant textual com gràfic, 
així com la possibilitat de que l’usuari pugui accedir a una ajuda addicional 
informativa per a ser guiat en el procés de funcionament de l’aplicació, accessible 
en qualsevol instant d’execució. 
 
En el cas de actuar sobre senyals enregistrades, l’aplicació ha de ser capaç de 
poder permetre obrir i recuperar des del dispositiu extern l’arxiu desitjat per 
l’usuari, a més de ser capaç de dotar al usuari d’uns senyals predeterminats de 
diferents característiques entre ells per a fer més entenedor el procés, i veure més 
visibles els resultats sobre diferents senyals. És a dir, l’usuari ha de poder treballar 
lliurement amb un arxiu seu propi. 
 
En el cas de actuar sobre senyals provinents d’una font d’àudio de PC, l’usuari a de 
tenir la possibilitat de connectar directament el seu dispositiu a la seva màquina, i 
ja poder automàticament dur a terme la simulació sobre l’àudio que aportarà, sense 
necessitat de fer cap conversió de dades ni cap manipulació a nivell de dispositiu, 
que estigui tot controlat gràficament des del sistema. 
 
Tant si es vol treballar amb senyals existents, com si es vol treballar amb senyals 
des de fonts d’àudio, l’aplicació ha de ser capaç de poder enregistrar el senyal 
resultant després de ser simulat amb l’efecte corresponent amb els paràmetres 
escollits, així com ser capaç de fer una representació gràfica que ajudi a l’usuari a 
entre la influència sobre el senyal original de la simulació portada a terme. 
 
És necessari doncs, que existeixi una comparativa entre el senyal original i el 
simulat en el cas que es treballi sobre senyals ja enregistrades en un disc. 
 
És imprescindible que l’aplicació permeti reproduir tantes vegades com l’usuari 
desitgi les senyals amb les que va treballant, per a poder apreciar de forma sonora 
i no només visual la influència del processat del senyal que s’ha produït a les 
simulacions. 
 
L’aplicació ha de poder anar executant simulacions progressivament de manera 
independent, sense que la anterior influeixi de cap manera a la actual. 
 




L’aplicació ha de controlar que l’usuari executi la aplicació en un ordre adient, i si 
no és així, que proporcioni informació de com executar-se de forma adient. 
 
 
3.2 ARQUITECTURA DEL SISTEMA 
3.2.1 ESTRUCTURA GLOBAL: 
 
Degut als objectius genèrics del projecte, i dels recursos dels que es disposen, la 
estructura del sistema serà la següent. 
 
Es volen integrar a l’aplicació diferents tipus d’efectes, i cadascun dels quals ha de 
respectar lògicament els requeriments del sistema. És a dir, cadascun ha d’integrar 
una sèrie de paràmetres configurables, gràfics, informació addicional, etc., que 
s’han de controlar entre ells per al correcte funcionament. 
 
Degut als objectius que pretenen dotar de simplicitat i accessibilitat al sistema, i 
per la quantitat de requeriments que han de seguir els efectes, s’ha optat per 
treballar en tot el tema de la seva configuració i presentació respecte l’usuari amb 
un entorn gràfic. 
 
Com es pretén treballar amb dos tipus d’efectes, els que processen el senyal sobre 
el seu eix temporal, i els que processen el seu rang dinàmic (valors d’amplitud), 
això suposa que el número d’efectes a integrar el sistema serà alt, ja que és 
primordial que l’aplicació mostri a l’usuari els matisos entre cada tipus d’efecte. 
 
Si s’ha d’integrar doncs en una mateixa aplicació un número alt d’efectes amb 
paràmetres independents per a cadascun, és necessari doncs realitzar una 
interfície gràfica independent per a cada efecte, ja que així, a més de no tenir 
problemes d’espai i d’excés de contingut apreciable visualment, s’aconsegueix 
obtenir una independència per a cada efecte, i estructurar el disseny, fet que 
implica una programació més còmoda i intuïtiva. 
 
No obstant, també es dissenya una interfície addicional que actua com a interfície 
principal inicial, que permeti la selecció i l’accés a l’efecte seleccionat. 
 
És a dir, gràficament parlant el sistema comença amb una interfície que actua 
segons com es miri, com a selectora de l’efecte sobre el que l’usuari vol treballar, i  
 




que dóna accés directe a la interfície gràfica corresponent de l’efecte seleccionat. 
Cadascuna d’aquestes interfícies, està dotada de tots el respectius paràmetres de 
configuració, a més de tots els elements que satisfan els requeriments i objectius 
establerts, tant tècnicament parlant, com a nivell d’usuari, fet que no condiciona 
només la programació de l’efecte, sinó també l’aspecte visual per a aconseguir 
l’efecte destijat sobre l’usuari. 
 
Però un cop es selecciona l’efecte i es configura com el volem aplicar, cal dur a 
terme el gran objectiu del sistema: dur a terme simulacions en temps real amb els 
paràmetres seleccionats. 
 
Cal doncs enllaçar les interfícies gràfiques, que són amb les que interactua l’usuari 
amb una eina que permeti realitzar les simulacions a temps real segons convingui i 
sense perdre de vista mai els requeriments tècnics. 
 
És necessària doncs, la presència d’elements a l’aplicació que executin aquestes 
simulacions configurades des de les interfícies gràfiques. I com s’ha optat per fer 
independents les interfícies gràfiques de control de les simulacions, aquestes, 
també ho ha hauran de ser, associant-se cadascuna a cadascuna de les interfícies 
corresponents a cada efecte. 
 
No és necessitarà cap element principal per a escollir quin tipus de simulació, ja 
que també es controlaran mitjançant cadascuna mitjançant components gràfics de 
la interfície gràfica corresponent a cada efecte. 
 
Així doncs, en termes genèrics ja se sap que la estructura és una interfície gràfica 
que controla l’accés a una sèrie d’interfícies gràfiques de diferents efectes, i que 
cadascuna ha de donar accés a la seva o seves respectives simulacions en temps 
real. 
 
Com aquesta estructura genèrica ha d’adaptar-se als requeriments tècnics definits, 
s’ha de matisar la definició d’aquesta arquitectura bàsica, a més de ja treballar a 
efectes pràctics amb les eines adequades per al seu desenvolupament. 
 
Per a dur a terme tot el que són les interfícies gràfiques s’empraran l’entorn de 
desenvolupament d’interfícies gràfiques d’usuari del software Mathworks Matlab 
6.5. 
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Aquesta eina és ideal ja que integra tots els components gràfics adients a emprar, i 
és senzill d’implementar independentment cada interfície gràfica en fitxer .fig 
gràficament, i degut a la seva generació de fitxers .m independent, distribuïda en 
funcions callback i a les seves estructures handles, és fàcil programar els 
components, a més de controlar les dades entre ells. 
 
El disseny dels diagrames de blocs dels esquemes digitals dels efectes i l’execució i 
configuració de les simulacions es duran a terme mitjançant Mathworks Simulink. 
És una eina que integra les llibreries més bàsiques i més orientades al processat de 
dades i d’àudio, per a treballar amb mostres digitals de senyals, retards, amplituds, 
visualitzar resultats, etc. 
 
Degut a la compatibilitat que presenten tots dos softwares, serà doncs viable 
passar les dades parametritzades des de la interfície gràfica necessàries per a 
poder dur a terme les simulacions, des del components gràfics de Matlab a 
Simulink, concretament des del fitxer .m corresponent a la interfície gràfica de 
l’efecte corresponent al model o models de Simulink associats (cada model es 
representa a l’editor de models en un arxiu .mdl). 
 
No correspondrà doncs un model Simulink a cada interfície gràfica, sinó més d’un. I 
és què, l’aplicació ha de dur a terme dos tipus de simulacions per a cada efecte, 
una des de arxiu i una altra des de una font d’àudio, el que suposa que les 
estructures comunes dels esquemes de blocs de processat dels efectes tindran una 
estructura comuna, però ja variaran aspectes com les fonts de dades, la forma de 
capturar les dades, etc, a més d’altres aspectes més concrets com el mestratge de 
les senyals, bits de codificació, etc. 
 
Cal doncs integrar dos accessos a cada interfície gràfica de cada efecte per als dos 
tipus de simulacions, i com a mínim ja tenim dos models .mdl a cada interfície 
gràfica associada a cada efecte (per a cada fitxer .fig i .m corresponent). 
 
Així doncs, a cada interfície ens trobem la possibilitat un tipus de simulació o una 
altra. 
 
Però la simulació a partir de fitxer enregistrats en disc té una sèrie de matisos. 
Segons els requeriments, ha de permetre capturar qualsevol arxiu sense comprimir 
estandaritzat que desitji l’usuari, a més d’arxius predeterminats de diferents 
característiques entre ells per a fer més entenedor el procés. 
 




Aquest fet, suposa que a cada interfície gràfica cal integrar un component capaç de 
mostrar un quadre de diàleg capaç de permetre a l’usuari el tipus d’arxiu 
seleccionat (que serà un format .wav degut a que es un format molt estàndard 
sense comprimir). 
 
Un cop es seleccioni l’arxiu, les dades necessàries pels blocs de captures de dades 
de Simulink, com poden ser les mostres d’entrada del senyal escollit, el mostratge 
o codificació, cal capturar-les des de la interfície gràfica també. 
 
Però clar, la possibilitat és infinita per a aquests valors degut a que l’arxiu 
seleccionat pot ser qualsevol, fet que implica que hauríem de controlar infinites 
possibilitats de selecció d’arxiu i traspàs de paràmetres des de la interfície gràfica, 
fet que implica que l’aplicació recorre a una metodologia més adequada: 
 
Des de la interfície gràfica es selecciona l’arxiu .wav a escollir, i un cop es 
selecciona, l’aplicació traspassa els paràmetres necessaris per a la seva simulació a 
l’espai de treball (número de mostres, bits, i freqüència de mostratge). D’aquesta 
manera, amb un model de Simulink ja podem dur a terme totes les simulacions 
sobre qualsevol tipus d’arxiu, ja que simplement s’integra un bloc dedicat a la 
captura d’aquestes dades inicials necessàries des de l’espai de treball de Matlab, i 
ja automàticament quan es porti a terme la simulació (condició necessària: sempre 
dur a terme la simulació sobre arxiu després de seleccionar l’arxiu, fet que s’ha de 
controlar gràficament), disposarà de totes les dades necessàries per a la simulació 
de l’arxiu seleccionat. 
 
Pel que respecta a les simulacions des d’arxiu predeterminat (s’han escollit 3, un 
arxiu musical, un instrumental i un de vocal), i s’ha associat un model de simulació 
per a cadascun d’ells, ja que com ja es disposa dels valors necessaris per a la seva 
simulació, només cal controlar a les funcions callback dels seus components gràfics 
les tres hipòtesis de selecció de l’arxiu predeterminat, i assignant un model 
Simulink independent a cada arxiu, simplement es carreguen les dades bàsiques 
per a la simulació (mostres, bits i dades) quan s’executa el model (definint les 
propietats del model a una callback la lectura de l’arxiu), i aquestes ja passen a 
l’espai de treball des d’on són recuperades pel model, amb el que no cal passar-les 
del fitxer .m de la interfície de l’efecte a l’espai de treball, sinó que ja les passem 
des de Simulink. 
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Pel que respecta a simulacions des de font d’àudio de pc, tampoc cal accedir a 
l’espai de treball, ja que encara que l’arxiu d’entrada no sabem quin serà, sí que 
sabem el valor fixe de la codificació i del mostratge, fet que incloent un bloc de 
Simulink al model corresponent a una captura des de font de PC ja són suficients, 
amb el que no cal recuperar cap dada des de l’espai de treball. 
 
Amb tot això doncs, ja sabem que per a cada efecte, tindrem una interfície gràfica 
(amb un arxiu .fig amb la representació gràfica, i un arxiu .m amb la programació 
dels components), i aniran associats cinc arxius .mdl corresponents als models de 
simulació de Simulink (un per a simulacions des de dispositiu d’àudio PC, un per a 
simulacions genèriques d’arxius seleccionats per l’usuari que requereix de capturar 
paràmetres de l’arxiu des de l’espai de treball, i tres més corresponents als arxius 
predeterminats integrats a la interfície gràfica, que requereixen de carregar els 
paràmetres de l’arxiu quan es carreguen els respectius models). 
 
Cal considerar també que dins de la programació dels fitxers .m de les interfícies, 
es poden fer crides a funcions o scripts externs per a simplificar la seva 
programació, que formen part també del total d’arxius del que consta el projecte. 
 
Així doncs, si observem esquemàticament l’estructura global del sistema, el 
projecte està d’una interfície principal selectora (amb els respectius arxius .fig i 
.m), de les onze interfícies addicionals corresponents a cada efecte d’àudio a aplicar 
(lògicament també amb els respectius arxius .fig, i arxius .m, que seran els que 
duran a càrrec tota la programació tant gràfica com de manipulació de dades entre 
els elements del sistema, és a dir, com a porta de comunicació entre Matlab i 
Simulink, podent-se suportar sobre escriptures i funcions externes addicionals). 
Cada una d’aquestes interfícies doncs, com s’ha comentat anteriorment, disposarà 
de cinc models Simulink per a dur a terme el tipus de simulació adient, el que 
suposa que en total el sistema està dotat de 55 models Simulink diferents, 
agrupats en grups de cinc, que són els corresponents a cada efecte. 
Observem doncs més detalladament l’estructura global del sistema, identificant els 
blocs amb la següent llegenda. 
 
Entorn Gràfic desenvolupat amb GUIDE de Matlab manipulable per 
l’usuari 
 
Programació amb l’editor d’arxius de Matlab no manipulable per 
l’usuari 
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Els requeriments definits però, obliguen al sistema a dotar-lo d’un suport d’ajuda 
addicional gràfic, fet que dota a l’aplicació de la possibilitat de facilitar a l’usuari 
d’un suport escrit per a la correcta manipulació d’aquesta. Com aquesta ajuda ha 
de ser accessible des de qualsevol punt de l’aplicació, i les interfícies són 
independents, cal incorporar a cada interfície de cada efecte un accés directe a una 
ajuda específica per a aquell efecte, el que suposarà una sèrie de més interfícies 
gràfiques d’ajuda. 
 
També cal considerar que el procés a seguir per l’usuari és diferent si el tipus de 
simulació serà a partir d’arxiu o a partir de font d’àudio, amb el què caldrà definir 
una interfície diferent per a cada tipus de simulació en cada efecte, i una interfície 
addicional selectora del tipus d’ajuda sobre la simulació a rebre. 
 
És a dir, dins de cada interfície gràfica de cada efecte, s’incorpora a més de totes 
























































































gràfics del .fig 
d’ajuda) 
 




Una estructura d’ajudes que implica incorporar 33 interfícies gràfiques més al 
sistema, és a dir, 33 arxius .fig més i els seus respectius arxius .m. D’aquestes 33 
interfícies noves doncs, 22 són les que corresponen a les ajudes dels 11 efectes, 
una per a simulacions des d’arxiu i una altra per a simulacions des de font d’àudio 
per a cadascun d’ells. Les 11 interfícies restants doncs, simplement actuen de 
selectores de les dues interfícies d’ajuda corresponents a cada efecte. És a dir, a 
cada efecte s’incorpora una interfície selectora, que dóna accés a dues interfícies 
d’ajuda en funció de la simulació desitjada.  
 
 
3.2.2 DISSENY DE LES INTERFÍCIES GRÀFIQUES DE 
L’APLICACIÓ.  
 
- Interfície gràfica inicial: 
 
Al iniciar l’aplicació, el primer que l’usuari es troba és una interfície gràfica que ha 
d’actuar de selectora de tots els efectes, fet que implica que ha d’integrar accessos 
a totes les interfícies de cada efecte. 
El sistema treballa fent una divisió en dos grans grups de tots els efectes, en funció 
de la seva forma de processar el senyal: per una banda, trobem els efectes de 
retard, i per una altra, els efectes de rang dinàmic. 
Aquesta classificació queda doncs també reflexada en el disseny de la interfície, on 
es fa una divisió visual dels diferents accessos per a situar a l’usuari ja des d’un 
inici. 
L’aplicació també ha d’estar dotada d’un rètol de presentació, i d’un accés per a 
tancar l’aplicació. 
Si observem el seu disseny, observem com la interfície està dotada de tres tipus de 
components gràfics: 
- Un axes a la part superior. Ocupa gairebé tota la interfície horitzontalment. 
Es programa per a que carregui la imatge del rètol i la mostri. 
- 11 botons de palanca (Toggle buttons): Cadascun dóna accés a  la interfície 
del seu efecte corresponent. Set corresponen a efectes de retard: delay, 
multi-tap delay, reverberació, reverberació de Schroeder, Flanger, Chorus i 
Chorus dual voice, i quatre a efectes de rang dinàmic: amplificador, 
expansor/porta de soroll, compressor/limitador i envolvent. Estan distribuïts 
en dues columnes, i estan programats sincronitzats entre ells, per a que 
quan es pitgi un, quedi pitjat fins que no es pitgi un altre. 
 




- Un botó de pitjat (Push Button) de tancament: Està programat per a que 




Fig 15.: Aspecte de la interfície principal de l’aplicació 
 
- Interfícies gràfiques dels efectes: 
 
Com hem vist, l’aplicació treballa amb interfícies gràfiques independents per a cada 
efecte, però que segueixen una estructura comuna, degut a que les funcionalitats 
finals són les mateixes, simplement canvien característiques concretes, però la 
forma de distribuir els components gràfics per les interfícies segueixen totes un 
patró comú en quant a distribució i funcionalitat de components gràfics respecta, en 
quant a contingut ja varien en funció de l’efecte amb el que es treballi. 
 
No obstant, com hem esmentat anteriorment la aplicació fa una diferenciació entre 
els efectes, i els classifica en dos grans grups: efectes de retard, i efectes de rang 
dinàmic, fet que implica que els efectes segons del tipus que siguin, apliquen un 
diferent processat sobre el senyal, fet que altera també lògicament les components 
disponibles en les interfícies gràfiques, degut a que varia l’interés de l’usuari per 
uns determinats aspectes de l’efecte. 
 




Així doncs, a l’aplicació trobarem dos grans patrons per al disseny de les interfícies 
gràfiques dels efectes, en funció si l’efecte es de retard o de rang dinàmic. Dos 
patrons amb molts components i funcionalitats comunes, però amb alguna variació. 
 
A la part superior esquerra ens trobem una sèrie de components que són presents 
a totes les interfícies, i tenen el mateix contingut i funcionalitat per a tots: 
 
 
Fig 16.: Components gràfics de les interfícies 
dels efectes 
 
Conté un panell amb components 
que l’usuari ha de pitjar en el cas de 
voler treballar amb simulacions des 
d’arxiu. Si l’usuari vol treballar amb 
un arxiu propi enregistrat, un botó 
de pitjat Examinar... dóna accés a 
un quadre de diàleg on l’usuari 
selecciona l’arxiu de format .wav 
(només mostra els arxius d’aquesta 
extensió). Si l’usuari vol treballar 
amb un arxiu predeterminat, un 
menú desplegable permet escollir un 
dels tres arxius predeterminats 
disponibles. 
En el moment que es selecciona l’arxiu, sigui amb el mètode que sigui, a la part 
dreta quatre quadres de text editables van reflexant dades sobre aquest arxiu. En 
el primer apareix el nom complet de l’arxiu, en el segon el número de mostres que 
conté, al tercer apareix la seva freqüència de mostratge en Hz, i al darrer, el 
número de bits amb que està codificat. Són quadres de text programats per a que 
quan s’intentin editar, l’aplicació torni a mostrar les dades de l’arxiu amb l’arxiu que 
està seleccionat en aquell moment. 
 
També trobem dos botons de pitjat, amb el títol Simulació des de l’arxiu i Simulació 
amb font d’àudio. Aquests botons, són els que dónen accés als models de simulació 
de Simulink. L’usuari els ha d’emprar doncs, un cop hagi seleccionat els paràmetres 
adients de l’efecte a altres components gràfics independentment del tipus de 
simulació que sigui. En el cas de la simulació des de l’arxiu, caldrà també abans 








Ja a la part superior dreta de les interfícies, ens trobem els següents components: 
 
Fig 17.: Components gràfics de les interfícies dels efectes 
 
Conté els components 
gràfics que corresponen als 
paràmetres dels efectes 
corresponents. Són doncs, 
totalment independents i 
diferents per a cada efectes, 
amb alguns comuns en més 
efectes en el cas de tractar-
se d’efectes del mateix tipus. 
Es representen mitjançant barres de desplaçament programades per a treballar en 
un rang de valor adequat, i per a representar el seu valor a un quadre de text 
associat, des de el qual també es pot introduir el valor desitjat dins del rang admès, 
i es sincronitza amb la barra de desplaçament. Els valors que aquí selecciona 
l’usuari, seran els que després es traspassaran als models de Simulink per a dur a 
terme les simulacions. En el cas dels efectes de rang dinàmic, a més de 
sincronitzar-se amb els respectius quadres de text, també sincronitzen amb un 
gràfic representatiu del comportament de l’efecte situat en un axes addicional. 
Depenent de l’efecte amb el que l’usuari treballa, també l’usuari pot trobar botons 
de pitjat que van associats a presintonies, és a dir, a valors predeterminats, amb el 
que en el moment de pitjar-los, assignen directament uns valors als paràmetres. 
La varietat i quantitat que trobem als paràmetres entre els diferents efectes pot 
arribar a ser molt gran, augmentant en complexitat a mesura que augmenta la 
complexitat de l’esquema digital de l’efecte i el número de paràmetres 
configurables que s’ha habilitat. Veiem per exemple, el Reverberador de Schroeder 
com conté bastants paràmetres configurables: 
 
Fig 18.: Paràmetres configurables del Reverberador de Schroeder 
 




A la part inferior esquerra de les interfícies dels efectes, trobem un axes que 
mostra informació addicional sobre l’efecte. Aquesta  informació pot ser per una 
banda, un esquema digital de l’efecte (opció que s’ha optat a les interfícies dels set 
efectes de retard, i a l’amplificador de rang dinàmic), o bé una gràfica explicativa 




Fig 19.: Aspecte de l’esquema digital visible a les 
interfícies d’efectes de retard i de l’amplificador 
 
En els cas de les interfícies dels 
efectes de retard, estan progra-
mades per a que al iniciar-se, 
carreguin una imatge de l’esquema 
digital de l’efecte sobre l’axes, per a 
situar a l’usuari del significat visual 
dels paràmetres. 
 
En el cas de les interfícies dels efectes de rang dinàmic, excepte l’amplificador, 
sobre l’axes representen un gràfic representatiu del comportament de l’efecte. 
 
 
Fig 20.: Aspecte de la gràfica representada 
a les interfícies del compressor/limitador i 
de l’expansor/porta de soroll 
 
En el cas del expansor/porta de soroll, i 
del compressor/limitador, es representa 
una gràfica que mostra la actuació de 
l’efecte mitjançant la relació entre els 
nivells d’entrada i sortida del senyal 
d’audio. Però la veritable utilitat per a 
l’usuari ve degut a que la gràfica es va 
actualitzant en cada moment en que 
l’usuari va variant els valors dels 
paràmetres de l’efecte (situats a la part 
superior dreta de la interfície). La 
interfície doncs, està programada per a 
que vagi sincronitzada aquesta gràfica 
amb els components gràfics que 
constitueixen la configuració dels 









És una gràfica que mostra doncs com actua l’efecte per a cada nivell d’entrada 
possible de senyal, indicant el nivell de sortida que li correspon a cadascun. 
 
En el cas de la gràfica representada a l’efecte de rang dinàmic restant, la envolvent, 
la gràfica que es mostra correspon l’eix horitzontal, a un eix temporal de 10 segons 
(que és el valor màxim temporal configurable a la interfície, degut que és al temps 
establert en les simulacions), i l’eix vertical als valors d’amplitud del senyal. 
La gràfica doncs va mostrant en aquesta gràfica els valors d’amplitud corresponents 
a valors temporals que van de 0 a 10, que l’usuari selecciona als components que 
dicten els paràmetres de l’efecte. És doncs lògicament, un gràfic que està 
programat per a anar sincronitzat amb els paràmetres que representa, a més de 
que es va actualitzant en cada variació d’aquests. Els valors del seu eix vertical va 
variant també en funció de l’amplitud màxima present en el present instant. 
 
Fig 21.: Aspecte del gràfic informatiu de la interfície de l’envolvent 
 
Si ja ens centrem en la part inferior dreta de les interfícies gràfiques dels efectes, 
trobem altres components gràfics encarregats de les següents tasques: 
 
Són components que combinen tant informació gràfica per a l’usuari, com permeten 
dur accions addicionals per a controlar funcionalitats necessàries. Són components 
presents a totes les interfícies de tots els efectes, alguns amb matisos en funció de 













Fig 22.: Aspecte de les gràfiques informatives i d’altres components de les interfícies  
 
Primerament, apareixen dos axes dedicades exclusivament a que vagin 
representant gràfiques dels senyals amb els que l’usuari va treballant. 
L’axes superior té utilitat quan l’usuari treballa amb arxius ja existents 
(predeterminat o des de disc), i mostra en color blau la forma d’ona del senyal que 
representa l’arxiu en el moment en què aquest es selecciona amb les components 
gràfiques anteriorment esmentades (botó Examinar... o menú desplegable). Es va 
actualitzant cada vegada que es carrega un arxiu diferent. És un arxiu doncs, que 
encara no ha sofert cap simulació si es que no treballem amb un arxiu ja processat 
anteriorment. 
 
L’axes inferior mostra en vermell la forma d’ona del senyal processat quan ja ha 
sofert la simulació desitjada (és a dir, quan ja anteriorment s’han seleccionat tots 
els paràmetres i s’ha pitjat al botó de la corresponent simulació). Això sí, sempre 
controlat amb un botó Actualitzar gràfic de la darrera simulació, que com el seu 
propi nom indica, cada cop que es pitja, representa a l’axes el senyal processat, 
independentment de si la simulació ha estat des d’arxiu o des de font 










Dit botó Actualitzar gràfic de la darrera simulació, doncs, només té sentit quan ja 
anteriorment s’ha dut a terme una simulació, sinó no té cap gràfic a representar, 
amb el què si es pitja abans de dur a terme cap simulació, les interfícies no 
representen cap gràfic i informen a l’usuari amb una finestra emergent de que per a 
poder representar gràficament el senyal obtingut, cal abans fer una simulació. 
 
En funció de l’efecte al que correspon la interfície amb la que treballem, els eixos 
de representació varien. I és què, els aspectes en els que incideixen els efectes 
segons el caire que tenen, varien, amb el què també varia l’interès de l’usuari. 
 
És a dir, en el cas que la interfície sigui d’un efecte de retard, l’eix vertical de les 
gràfiques ja s’ajusta automàticament a l’espai del gràfic, ja que no es veuran 
alterats els valors d’amplitud del senyal amb la simulació d’un efecte d’aquest tipus, 
amb el que els dos gràfics ja presentaran els mateixos rangs d’amplitud. En canvi, 
en l’eix horitzontal, que representa el temps dels senyals, en el gràfic superior 
(arxiu original), es representa el senyal tal qual, però en el gràfic del senyal 
simulat, es representa tot el senyal produït pel sistema en el que s’ha dut a terme 
la simulació, és a dir, a l’eix temporal del gràfic es representen els 10 segons de 
durada de la simulació, per a observar totes les variacions produïdes temporals al 
senyal. 
 
En canvi, en el cas que la interfície sigui d’un efecte d’amplitud o de rang dinàmic, 
els eixos verticals dels gràfics sempre tindran un valor màxim corresponent al valor 
màxim possible a assolir per qualsevol senyal a partir dels valor màxims amb els 
que s’ha dotat als paràmetres de l’efecte. Això significa que l’escala de l’eix vertical 
sempre serà fixa, i que els canvis d’amplitud soferts al senyal simulat siguin 
apreciables per l’usuari. 
 
En aquestes interfícies, s’utilitza un eix temporal també fix i establert. A les 
simulacions sobre arxiu, s’estableix un eix temporal igual a ambdós gràfics, 
representant a la forma d’ona simulada només la part equivalent a l’arxiu original, 
que serà només la processada (com només varia la amplitud així l’usuari podrà fer 









Sobre simulacions des de font d’àudio l’eix vertical si que es fix igualment, però al 
temporal es representen els 10 segons que constitueix tota la simulació, ja que 
durant tot aquest temps s’estarà processant senyal entrant degut als sorolls 
sempre inevitables en els moments de soroll. En el cas de l’envolvent, es 
representaran a l’eix temporal sempre també els 10 segons de simulació.  
 
A la part dreta de cada gràfic, trobem dos botons de pitjat: un de reproducció i un 
de stop. 
 
El botó de reproducció (símbol verd de reproduir) reprodueix el senyal representat 
a la seva esquerra en qualsevol moment en que l’usuari vulgui fer-ho. És a dir, el 
superior doncs reprodueix l’arxiu original capturat en el cas de simulacions des 
d’arxiu, i l’inferior el senyal processat obtingut després de la simulació. 
El botó de stop (símbol vermell de stop) atura la reproducció del corresponent botó 
de reproducció. 
 
Les interfícies estan programades per a què en el cas dels botons de reproducció i 
de stop corresponents al gràfic vermell que representa el senyal processat amb 
l’efecte aplicat, només apareguin en el moment en que aparegui la gràfica del 
senyal simulat perquè s’ha pitjat anteriorment al botó Actualitzar gràfic de la 
darrera simulació, i ha estat possible la representació. 
 
I és que en el moment en què l’usuari pitja el botó Actualitzar gràfic de la darrera 
simulació, i ha estat possible representar gràficament el senyal processat, la 
interfície internament està programada per a que carregui una sèrie de mètodes 
inclosos a una funció de matlab anomenada audioplayer que permet controlar la 
reproducció d’un senyal. D’aquesta manera, els botons de reproducció i de stop 
només han d’executar un mètode play i stop del senyal processat. En el cas de la 
reproducció del senyal llegit des d’arxiu és exactament el mateix, simplement que 
l’audioplayer no ha de carregar-se en pitjar el botó de botó Actualitzar gràfic de la 
darrera simulació, ja que s’ha de reproduir el senyal original, amb el que ja basta 
carregant els mètodes en el moment que es seleccioni el senyal des de disc 
corresponent (mitjançant el menú desplegable si és predeterminat, o quan es pitja 
el botó Examinar...). Els botons de reproducció i de stop corresponents al gràfic del 
senyal sense processar doncs, també només han d’incloure els mètodes de play i 
de stop del senyal original, no pas del processat. 
 
 





Això suposa que els botons de reproducció i de stop, van independents per a 
cadascuna de les dues senyals, amb el que per exemple, si volem aturar la 
reproducció que s’esta duent a terme del senyal processat, hem de pitjar en el botó 
de stop inferior, i no pas al superior, ja que aquest només atura les reproduccions 
dels senyals originals sense processar. 
 
A la part més inferior dreta trobem un darrer botó de pitjat Guardar. Aquest botó té 
la funcionalitat d’emmagatzemar en disc l’arxiu resultant de la simulació. 
Lògicament l’aplicació permet enregistrar el senyal en un arxiu del mateix format 
estàndard amb el que treballa, en .wav. 
 
És un botó doncs que en ser pitjat, desplega un quadre de diàleg on l’usuari ha 
d’indicar la ubicació a on emmagatzemar el senyal, i indicar el nom de l’arxiu que 
es generarà. L’aplicació ja restringeix la extensió d’aquest a ser exclusivament un 
arxiu .wav. 
 
Fig 23.: Aspecte del quadre de diàleg que es desplega en pitjar el botó Guardar 
 
És lògic doncs també, que al igual que els anteriors botons de reproducció i stop del 
senyal simulat, el botó Guardar només aparegui quan el botó Actualitzar gràfic de 
la darrera simulació, ha estat pitjat i ha estat capaç de representar un senyal 
processat. 
 
A cada interfície de cada efecte trobem també un botó de pitjat que dóna accés a la 











Fig 24.: Aspecte del botó que dóna accés a l’ajuda de l’efecte 
 
És doncs, un botó que en ser pitjat desplega una interfície que actuarà de selectora 
entre altres dues més, amb el què darrere d’aquest botó hi ha implícites tres 
interfícies d’ajuda per a cada efecte, la estructura de les quals es detalla a 
continuació. 
 
L’aspecte gràfic global doncs d’una interfície d’un efecte de l’aplicació és la següent: 
 
 
Fig 25.: Aspecte de la interfície gràfica de l’efecte Multitap Delay un cop s’ha executat la 













- Interfícies gràfiques de les ajudes: 
 
Com hem vist, cada interfície de cada efecte conté un botó que dóna a una ajuda 
específica per a cada efecte. 
 
L’objectiu de les ajudes és sempre la seva simplicitat, i guiar a l’usuari sobre el 
procés que ha de seguir per a que dugui a terme un correcte ús de l’aplicació que 
està emprant. 
 
Però en el present projecte, quan l’usuari està manipulant l’aplicació té dues grans 
opcions, i el procés que ha de seguir varia en funció de quina desitgi aplicar: 
l’usuari pot treballar amb simulacions des d’arxiu o des de font d’àudio. 
 
Per això, l’aplicació agrupa en dues interfícies independents el procés guiat que ha 
de seguir l’usuari si vol fer un tipus de simulació o una altra. Dues interfícies que 
s’hauran de seleccionar amb una interfície que actuï de pont selector entre l’usuari i 
les dues opcions d’ajuda que pot rebre. 
 
És obvi doncs, que el botó integrat a les interfícies dels efectes doni accés a 
aquesta interfície selectora, i que ja sigui aquesta qui doni accés a les altres dues 
que són les que tenen el contingut útil per a l’usuari. 
 
L’aplicació està dotada doncs d’onze interfícies d’ajudes selectores, cadascuna 
accessible amb el botó que dona accés directe a elles presents a cada interfície dels 
efectes. 
 
Aquesta finestra selectora doncs, conté primerament una petita explicació sobre 
l’efecte amb el que l’usuari està treballant i de les opcions de simulació que té. 
Ofereix la possibilitat de rebre ajuda doncs d’un tipus de simulació o d’una altra 
(sempre específiques per a aquell efecte), a través de dos botons de pitjat on 












Fig 26.: Aspecte de la finestra desplegada quan es pitja al botó d’ajuda de l’interfície de 
l’efecte Multitap Delay. 
 
Si l’usuari pitja al botó Simulacions des d’arxiu, l’aplicació mostra la interfície en el 
que apareixen les pautes que ha de seguir l’usuari per a dur a terme simulacions a 
partir d’arxius amb aquell efecte amb el que està treballant, tant mitjançant 
imatges com text (informació de paràmetres, ordre que ha de seguir, precaucions 
que ha de tenir, etc.) 
 
 
Fig 27.: Aspecte de la finestra desplegada quan es pitja al botó de Simulacions des de l’arxiu 
de la interfície selectora d’ajudes de l’efecte Multitap Delay. 
 
 




Si en canvi l’usuari pitja al botó Simulacions des de font d’àudio, l’aplicació mostra 
la interfície en el que apareixen les pautes que ha de seguir l’usuari per a dur a 
terme simulacions ja no a partir d’arxius, sinó a partir de fonts d’àudio d’aquell 
efecte, també mitjançant la mateixa estructura de disseny. 
 
 
Fig 28.: Aspecte de la finestra desplegada quan es pitja al botó de Simulacions des de font 
























4. EFECTES: DEFINICIONS, PARÀMETRES I MODELS 
 
En el anterior capítol, hem pogut veure com l’aplicació diferencia entre dos grans 
grups d’efectes digitals segons el tipus de processat que exerceixen sobre el 
senyal: els efectes de retard, i els efectes d’amplitud o de rang dinàmic., fet que es 
veu reflexat al disseny gràfic de l’aplicació i l’interès per l’usuari. 
 
Així doncs, anem a veure amb més profunditat en que es basen cadascun d’aquests 
efectes, com es poden configurar, i quins són els seus esquemes digitals, el que ens 
ajudarà a entendre amb totalitat les interfícies gràfiques i les seves components de 
cadascun dels efectes. 
 





El delay (retard) és un dels efectes més simples existents, però és molt útil quan és 
emprat adequadament. Un petit retard pot donar vida a instruments que no sonen 
correctament, fent més ample el seu so, per exemple. El delay és la base de la 
construcció d’un gran número d’efectes com la reverberació, el chorus, el flanger, 
etc. 
 
El delay més bàsic, pren un senyal d’àudio i aplica un retard a les seves mostres. 
L’efecte regula el nivell d’amplitud d’aquest senyal retardat, i el reprodueix 
conjuntament amb el senyal original d’entrada alhora, produint-se així un efecte de 
reproducció conjunta repetida d’un senyal, amb alguns instants de temps de retard. 
 
El temps de retard pot anar de varis milisegons a varis segons. La figura 29 mostra 
el diagrama de blocs d’un delay bàsic. Veiem com per la seva estructura produeix 












Fig 29.: Aspecte del diagrama de blocs d’un delay bàsic 
 
Veiem com el sistema està dotat de dues branques. A la superior s’aprecia com el 
senyal d’entrada es veu retardat per un bloc que retarda al senyal el temps 
desitjat, que en termes de sistema es tradueix en número de mostres 
corresponents en funció del mostratge del senyal. Les mostres d’aquest senyal 
resultant després es veuen escalades, i van a parar a un sumador, que les suma 
amb les mostres del senyal d’entrada però sense haver-se vistes retardades ni 
escalades en cap moment. 
 
Els delays es poden orientar a diferents aplicacions en funció del temps de retard 
que s’apliqui, des de donar més vida als sons dels instruments reforçant la llargada 
d’aquests, fins a fer sonar un instrument amb un eco fix. 
 
- Paràmetres configurables: 
 
A l’esquema digital de l’efecte veiem com disposem doncs de dos paràmetres 
possibles de configuració: 
 
Per una banda, cal definir el temps de retard que es vol aplicar. És a dir, el temps 
que volem que es retardi el senyal d’entrada. És un temps doncs que l’efecte ha de 
traduir en número de mostres a retardar en funció de la freqüència a la que està 
mostratjada el senyal d’àudio. 
 
Per una altra banda, cal definir també el valor d’amplitud de sortida que volem 
obtenir de les mostres retardades. És a dir, cal definir el factor d’escalat que 
s’aplica a les mostres retardades, per a que totes es vegin alterades en amplitud 
per igual. 
 
Si apliquem aquesta teoria a efectes pràctics al present projecte, la interfície de 
l’efecte de delay ha de permetre configurar aquests dos paràmetres, integrant els 
components gràfics adients amb els intervals de valors adients definits a les seves 
propietats: 
 






Fig 30.: Aspecte dels paràmetres de configuració de la interfície gràfica del Delay 
 
La interfície incorpora doncs un primer paràmetre Delay (ms), on es defineix el 
temps de retard a aplicar a les mostres del senyal. La interfície permet introduir un 
valor comprès entre 0 i 1000 milisegons, degut a que com les simulacions estan 
orientades a una curta durada, potser uns retards majors serien excessius i no 
gaire factibles a la hora d’analitzar els resultats gràficament. 
 
I un segon paràmetre Delay mix, que suposa el factor d’escalat de les mostres 
retardades. Admet un valor entre 0 i 1, per a que les mostres retardades sempre 
hagin de ser d’igual o menor amplitud que les mostres del senyal original d’entrada, 
per a obtenir un efecte d’eco realista, i no obtenir un senyal processat inintel·ligible 
sonorament parlant. 
 
Els valors que l’usuari assigni a aquests paràmetres, seran doncs els que 
s’assignaran als blocs de les simulacions sobre Simulink, efectuant les operacions 
necessàries per a traspassar les dades des de Matlab a Simulink, treballar amb les 
mateixes unitats, no tenir problemes de tipus de dades, etc. 
 
L’aspecte gràfic de la interfície corresponent al delay que està representada a 
l’arxiu delayfx.fig i programa a l’arxiu delayfx.m, i en la qual estan representats 















Fig 31.: Aspecte de la interfície corresponent a l’efecte delay 
 
- Esquemes Simulink de l’efecte: 
 
Com està detallat al capítol anteriorment, a cada interfície gràfica van associats cinc 
models de Simulink .mdl, quatre que es poden carregar per a simulacions des 
d’arxiu (tres per als tres arxius predeterminats i un de genèric per a qualsevol 
arxiu), i un cinquè per a simulacions sobre font d’àudio. 
 
Les representacions dels models doncs han de concordar amb la definició teòrica de 
l’efecte, i han d’incorporar els blocs que han de rebre les dades relacionades amb 
els paràmetres definits per l’usuari a la interfície gràfica. 
 
Els models que van associats a l’efecte delay estan inclosos als arxius següents: 
 
- delayarxiu.mdl: model genèric per a simulacions amb delays des de 
qualsevol arxiu enregistrat que captura els paràmetres necessaris per a un 
bloc d’entrada del senyal (mostres, freqüencia i mostratge) encarregat de 
capturar el senyal d’entrada a partir de l’espai de treball, al que han arribat 
els paràmetres des de l’arxiu .m de la interfície gràfica. 
 





- delayarxiuguitar.mdl: model per a simulacions amb delays des d’un arxiu 
predeterminat corresponent a un instrument (guitarra). Carrega directament 
els paràmetres necessaris per al bloc d’entrada del senyal al iniciar-se el 
model, degut a que llegeix l’arxiu predeterminat i les transfereix a l’espai de 
treball, des d’on Simulink ha de capturar-les per a incorporar-les al bloc de 
simulació d’entrada. 
- delayarxiurock.mdl: model per a simulacions amb delays des d’un arxiu 
predeterminat corresponent a música (rock). Carrega directament els 
paràmetres necessaris per al bloc d’entrada del senyal al iniciar-se el model, 
degut a que llegeix l’arxiu predeterminat i les transfereix a l’espai de treball, 
des d’on Simulink ha de capturar-les per a incorporar-les al bloc de 
simulació d’entrada. 
- delayarxiuvocal.mdl: model per a simulacions amb delays des d’un arxiu 
predeterminat corresponent a àudio vocal. Carrega directament els 
paràmetres necessaris per al bloc d’entrada del senyal al iniciar-se el model, 
degut a que llegeix l’arxiu predeterminat i les transfereix a l’espai de treball, 




Fig 32.: Aspecte dels 4 models per a delay per a simulacions des d’arxiu. Capturen el 
senyal des de l’espai de treball amb el bloc “Senyal d’entrada” 
 
- delaymic.mdl: model per a simulacions amb delays des d’una font d’àudio 
de pc. No està dotat de cap bloc encarregat de capturar un senyal d’entrada, 
amb el que no ha de recuperar cap dada des de l’espai de treball. Conté en 
canvi un bloc ja amb una freqüència fixa, i uns bits fixos, encarrega de 
capturar l’àudio amb el dispositiu connectat al pc. 
 
 




Fig 33.: Aspecte del model per a delay per a simulacions des de font d’àudio. Capturen l’àudio 
directament amb un bloc que ho fa directament des del dispositiu de pc. 
 
El valor definit per l’usuari del primer paràmetre de la interfície gràfica Delay (ms), 
es passa a mostres doncs i s’incorpora al bloc “Delay” dels models, que és un 
retardador de mostres, i el paràmetre Delay mix s’incorpora al bloc “Escalat”, que 
és una porta d’escalat d’amplitud. Els models també estan dotats d’un sumador 
encarregat de sumar les dues senyals, la retardada i la d’entrada, i d’un darrer bloc 
que s’encarrega de transferir les mostres del senyal resultant de la simulació a 
l’espai de treball, des d’on l’arxiu delayfx.m que programa la interfície, les 
recupera per a després representar-les gràficament a la interfície. 
 
 




El multi-tap delay és una combinació de delays (retards) que ens serveix per a tenir 
més flexibilitat a l’hora de dissenyar els retards. Es basa doncs en el delay bàsic, 
però amb la possibilitat d’aplicar diferents temps de retard simultàniament podent 
aconseguir repeticions en diferents intervals de temps. 
 
És a dir, aquest efecte divideix el temps total de retard en varies seccions (taps 
intermitjos). Aquests taps tenen un guany variable ajustable al igual que en el 
delay bàsic, podent variar així el nivell de cada sortida de retard. 
 
Presenta també una realimentació que torna a entrar a l’efecte el senyal després de 










Si els taps es configuren per a que els seus factors d’escalat siguin tots zero 
excepte un, i assignem un zero al darrer retardador de mostres, obtenim un delay 
bàsic. 
 
El temps de retard també pot anar de varis milisegons a varis segons. La figura 34 
mostra el diagrama de blocs d’un mulit-tap delay. Veiem que la seva estructura és 
una agrupació de delays amb realimentació, mitjançant una connexió en sèrie dels 
retardadors i una en paral·lel dels factors d’escalat. 
  
 
Fig 34.: Aspecte del diagrama de blocs d’un multi-tap delay 
 
Veiem com les mostres del senyal es van retardant per intervals, despres de 
cadascuna de les quals s’escalen les retardades i passen a una branca sumatòria de 
mostres retardades, que finalment la suma de les quals conforma el senyal de 
sortida. 
 
- Paràmetres configurables: 
 
A l’esquema digital de l’efecte veiem com disposem doncs de tres tipus de 
paràmetres possibles de configuració: 
 
Per una banda, cal definir el temps de retard que es vol aplicar per a cadascun dels 
retardadors (s’han emprat cinc). És a dir, el temps que volem que es retardi el 
senyal d’entrada a cada bloc retardador. Són uns temps doncs que l’efecte ha de 
traduir en número de mostres a retardar en funció de la freqüència a la que està 










Per una altra banda, cal definir també el valor d’amplitud de sortida que volem 
obtenir de les mostres retardades per a cada tap. És a dir, cal definir els factors 
d’escalat (s’han emprat 4) que s’apliquen a les mostres retardades obtingudes 
després de cada retardador. 
 
Cal definir també el factor de realimentació que es vol aplicar al senyal ja retardat 
per tots els retardador, i que posteriorment ha de tornar a entrar al sistema, 
tornant a ésser retardades les mostres. 
 
Si apliquem aquesta teoria a efectes pràctics al present projecte, la interfície de 
l’efecte de multi-tap delay ha de permetre configurar aquests tres tipus de 
paràmetres, integrant els número de components gràfics adients en funció dels taps 
a utilitzar, i amb els intervals de valors adients definits a les seves propietats: 
 
 
Fig 35.: Aspecte dels paràmetres de configuració de la interfície gràfica del Multi-tap Delay 
 
La interfície incorpora doncs un primer paràmetre Delay (ms), on es defineix el 
temps de retard a aplicar a les mostres del senyal, per a cada retardador (Delay1, 
Delay2, Delay3, Delay4, Delay5). La interfície permet introduir un valor comprès 
entre 0 i 1000 milisegons per a cadascun, degut a que com les simulacions estan 
orientades a una curta durada, potser uns retards majors serien excessius i no 
gaire factibles a la hora d’analitzar els resultats gràficament. 
 
Incorpora doncs un segon paràmetre Delay mix, que suposa els factors d’escalat 
(Delay mix 1, Delay mix 2, Delay mix 3, Delay mix 4) de les mostres retardades a 
la sortida dels diferents retardadors. 
 
 




Cadascun admet un valor entre 0 i 1, per a que les mostres retardades sempre 
hagin de ser d’igual o menor amplitud que les mostres del senyal original d’entrada, 
per a obtenir un efecte d’eco realista, i no obtenir un senyal processat inintel·ligible 
sonorament parlant. 
 
I un tercer paràmetre Feedback que suposa el factor de d’escalat del senyal 
retardat que s’ha de realimentar. Admet un valor també entre 0 i 1, per a no 
obtenir un sistema inestable. 
 
Els valors que l’usuari assigni a aquests paràmetres, seran doncs els que 
s’assignaran als blocs de les simulacions sobre Simulink, efectuant les operacions 
necessàries per a traspassar les dades des de Matlab a Simulink, treballar amb les 
mateixes unitats, no tenir problemes de tipus de dades, etc. 
 
L’aspecte gràfic de la interfície corresponent al multi-tap delay que està 
representada a l’arxiu multitapdelayfx.fig i programa a l’arxiu 




Fig 36.: Aspecte de la interfície corresponent a l’efecte multi-tap delay 
 
 




- Esquemes Simulink de l’efecte: 
Com està detallat al capítol anteriorment, a cada interfície gràfica van associats cinc 
models de Simulink .mdl, quatre que es poden carregar per a simulacions des 
d’arxiu (tres per als tres arxius predeterminats i un de genèric per a qualsevol 
arxiu), i un cinquè per a simulacions sobre font d’àudio. 
 
Les representacions dels models doncs han de concordar amb la definició teòrica de 
l’efecte, i han d’incorporar els blocs que han de rebre les dades relacionades amb 
els paràmetres definits per l’usuari a la interfície gràfica. 
 
Els models que van associats a l’efecte multi-tap delay estan inclosos als arxius 
següents, seguint la mateixa estructura que la resta d’efectes: 
multitapdelayarxiu.mdl, multitapdelayarxiuguitar.mdl, multitapdelayarxiurock.mdl, 
multitapdelayarxiuvocal.mdl i multitapdelaymic.mdl. 
 
Fig 37.: Aspecte dels 4 models per a multi-tap delay per a simulacions des d’arxiu. 
Capturen el senyal des de l’espai de treball amb el bloc “Senyal d’entrada” 
 
Fig 38.: Aspecte del model per a multi-tap delay per a simulacions des de font d’àudio. 
Capturen l’àudio directament amb un bloc que ho fa directament des del dispositiu de pc. 
 
 




Els valors definits per l’usuari del primer paràmetre per als cinc retardadors de la 
interfície gràfica Delay1, Delay2, Delay3, Delay4 i Delay5, es passen a mostres 
doncs i s’incorporen als blocs “Delay1”, “Delay2”, “Delay3”, “Delay4” i “Delay5” dels 
models, que són uns retardadors de mostres. Els valors del paràmetre Delay mix, el 
Delay mix 1, Delay mix 2, Delay mix 3 i Delay mix 4 s’incorporen als blocs 
“Escalat1”, “Escalat2”, “Escalat3” i “Escalat4”, que són unes portes d’escalat 
d’amplitud. El valor del paràmetre Feedback s’incorpora al bloc “Feedback”, que 
també es tracta d’una porta d’escalat. 
 
Els models també estan dotats de cinc sumadors, un  encarregat de sumar el 
senyal retardat realimentat amb la senyal original d’entrada, i els altres quatre 
encarregats d’anar sumant el senyal resultant de cada retardador amb el senyal 
d’entrada. També contenen un darrer bloc que s’encarrega de transferir les mostres 
del senyal resultant de la simulació a l’espai de treball, des d’on l’arxiu 
multitapdelayfx.m que programa la interfície, les recupera per a després 







La reverberació és probablement un dels efectes més emprats en el món de l’àudio. 
És un terme que s’acostuma a associar exclusivament al món de l’àudio, però  
tothom actualment està escoltant reverberacions cada dia. 
 
I és que la reverberació és el resultat de moltes reflexions del so que es produeixen 
en una habitació. I és que podem escoltar sons provinents directament de fonts 
d’àudio, però també o podem fer a partir d’altres objectes que reflexen el so de la 
font. Aquestes reflexions arriben doncs, més tard que el so directe, i en funció de la 
distància de la font sonora, aquestes reflexions arriben a l’oient d’una forma més o 
menys atenuada, o inclòs no arribar, si la font es prou llunyana i els materials ja 










Aquesta sèrie de reflexions entre els materials abans d’arribar a l’oient és el que 
s’anomena doncs reverberació. És doncs una sèrie de sons atenuats i retardats que 
es produeix a sales. La impressió que produeix és que el so s’allarga, i és inherent a 
cada sala, en funció de la seva geometria, grandària i posició entre font i receptor. 
 
Les reflexions més properes doncs, seran les més influents sonorament degut a la 
seva major amplitud, i les més tardanes, seran més difuses a més de més 
atenuades. 
 
En el present projecte, s’ha modelat doncs com a un retard que es va realimentant 
i sumant amb el senyal d’entrada. Aquesta realimentació representen les reflexions 
quan tornen a l’oient amb retard, respecte al senyal emès per la font. Arriben a 
l’oient tant el senyal emès per la font com les reflexions, per això el model ha de 
sumar ambdues senyals, la realimentada retardada i la original. 
 
L’esquema digital és doncs un delay bàsic, amb una branca que realimenta el retard 
i es suma al senyal d’entrada. 
 
 
Fig 39.: Aspecte del diagrama del model que representa la reverberació 
 
 
- Paràmetres configurables: 
 
Disposem doncs de tres tipus de paràmetres possibles de configuració: 
 
Per una banda, cal definir el temps de retard que es vol aplicar al senyal. És a dir, 
el temps que volem que es retardi el senyal d’entrada. És uns temps doncs que 
l’efecte ha de traduir en número de mostres a retardar en funció de la freqüència a 








Per una altra banda, cal definir també el valor d’amplitud de sortida que volem 
obtenir de les mostres retardades. És a dir, cal definir el factor d’escalat que 
s’aplica a les mostres retardades obtingudes després de cada retardador. 
 
Cal definir també el factor de realimentació que es vol aplicar al senyal ja retardat, i 
que posteriorment ha de tornar a entrar al sistema, tornant a ésser retardades les 
mostres. 
 
Si apliquem aquesta teoria a efectes pràctics al present projecte, la interfície de 
l’efecte de reverberació ha de permetre configurar aquests tres tipus de 
paràmetres, integrant els número de components gràfics adients, i amb els 
intervals de valors adients definits a les seves propietats: 
 
 
Fig 40.: Aspecte dels paràmetres de configuració de la interfície gràfica de  la Reverberació 
 
La interfície incorpora doncs un primer paràmetre Delay, on es defineix el temps de 
retard a aplicar a les mostres del senyal. La interfície permet també introduir un 
valor comprès entre 0 i 1000 milisegons. 
 
Incorpora doncs un segon paràmetre Delay mix, que suposa el factor d’escalat de 
les mostres retardades. Admet un valor entre 0 i 1, al igual que el tercer 
paràmetre, el Feedback que suposa el factor de d’escalat del senyal retardat que 
s’ha de realimentar. 
 
A la interfície gràfica de l’efecte també apareixen tres botons que representen tres 
presíntonies, que al pitjar-se assignen uns valors fixes als paràmetres anteriorment 
esmentats, simulant així una sala gran, una sala mitja, i una de petita. 
 




Els valors que l’usuari assigni a aquests paràmetres, seran doncs els que 
s’assignaran als blocs de les simulacions sobre Simulink, efectuant les operacions 
necessàries per a traspassar les dades des de Matlab a Simulink, treballar amb les 
mateixes unitats, no tenir problemes de tipus de dades, etc. 
 
L’aspecte gràfic de la interfície corresponent a la reverberació que està 
representada a l’arxiu reverbfx.fig i programa a l’arxiu reverbfx.m, i en la qual 




















- Esquemes Simulink de l’efecte: 
 
Com està detallat al capítol anteriorment, a cada interfície gràfica van associats cinc 
models de Simulink .mdl, quatre que es poden carregar per a simulacions des 
d’arxiu (tres per als tres arxius predeterminats i un de genèric per a qualsevol 
arxiu), i un cinquè per a simulacions sobre font d’àudio. 
 
Les representacions dels models doncs han de concordar amb la definició teòrica de 
l’efecte, i han d’incorporar els blocs que han de rebre les dades relacionades amb 
els paràmetres definits per l’usuari a la interfície gràfica. 
 
Els models que van associats a l’efecte reverberació estan inclosos als arxius 
següents, seguint la mateixa estructura que la resta d’efectes: reverbarxiu.mdl, 
reverbarxiuguitar.mdl, reverbarxiurock.mdl, reverbarxiuvocal.mdl i reverbmic.mdl. 
 
Fig 42.: Aspecte dels 4 models per a reverberació per a simulacions des d’arxiu. Capturen 
el senyal des de l’espai de treball amb el bloc “Senyal d’entrada” 
 
Fig 43.: Aspecte del model per a reverberació per a simulacions des de font d’àudio. Capturen 
l’àudio directament amb un bloc que ho fa directament des del dispositiu de pc. 
 
 
Els valors definits per l’usuari al primer paràmetre Delay, es passa a mostres doncs 








Els valors del paràmetre Delay mix, s’incorpora al bloc “Escalat” que és una porta 
d’escalat d’amplitud. El valor del paràmetre Feedback s’incorpora al bloc 
“Feedback”, que també es tracta d’una porta d’escalat. 
 
Els models també contenen dos sumadors, un encarregat de sumar la realimentació 
del retard amb el senyal d’entrada, i un altra encarregat de sumar el senyal 
d’entrada amb la retardada. També contenen un darrer bloc que s’encarrega de 
transferir les mostres del senyal resultant de la simulació a l’espai de treball, des 
d’on l’arxiu reverbfx.m que programa la interfície, les recupera per a després 
representar-les gràficament a la interfície. 
 
 




L’efecte de reverberació doncs, té moltes possibilitats a l’hora de ser representat en 
un model, degut a que simula les reflexions del so que es produeixen en una 
habitació. 
 
Al model anterior de reverberació simple, es simulen aquestes reflexions fent tornar 
al sistema les mostres retardades, realimentant-lo. Però si ens fixem, només empra 
un bloc retardador, el que suposa que només representa les reflexions que pateixen 
un retard fix, fet que simula la realitat, però no amb una perfecta precisió, degut a 
què en el món real la reverberació es produeix gràcies a la combinació i a la suma 
de totes les reflexions (cadascuna amb els seus respectius retards) produïdes a la 
sala. 
 
Degut a això, existeix un model bastant bàsic que soluciona el problema 
incorporant més blocs retardadors, aconseguint així una sensació més real de 
reverberació: el reverberador de Schroeder. 
 
El reverberador de Schroeder està construït a partir de dos tipus de filtres IIR (de 
resposta impulsional infinita), els filtres Comb, que s’anomenen així pels nuls que 
apareixen a les seves respostes freqüencials simulant així una forma de pinta, i els 
filtres passa-tot, que tenen la característica que deixen passar totes les 
freqüències per igual, reduint així la coloració del so. 
 





Fig 44.: Esquema d’un filtre Comb 
 
 
Fig 45.: Esquema d’un filtre Passa-Tot 
 
Concretament, el reverberador de Schroeder basa el seu disseny en la col·locació 
en paral·lel de quatre filtres comb i de dos filtres passa-tot en sèrie: 
 









- Paràmetres configurables: 
 
A partir dels esquemes dels filtres bàsic doncs, tenim varis paràmetres possibles de 
configuració: 
 
Pel que respecta als quatre filtres comb, hem de definir per a cadascún d’ells tres 
paràmetres. Cal definir el temps de retard que es vol aplicar al senyal a cada filtre 
comb (“Delay 1”, “Delay 2”, “Delay 3” i “Delay 4”). És a dir, el temps que volem 
que es retardi el senyal d’entrada en cada filtre. És uns temps doncs que l’efecte ha 
de traduir en número de mostres a retardar en funció de la freqüència a la que està 
mostratjat el senyal d’àudio. 
 
Cal definir també per a cada filtre comb el factor de guany que es vol aplicar a 
aquest retard quan es torna a entrar al filtre per a tornar a ser retardat. Aquests 
paràmetres a la interfície corresponen a “Escalat Delay 1”, “Escalat Delay 2”, 
“Escalat Delay 3” i  “Escalat Delay 4”. 
 
A la interfície s’ha incorporat també un tercer paràmetre per a cada filtre comb, que 
dicta el valor d’amplitud de les mostres que volem obtenir a la sortida de cadascun 
dels filtres. És un paràmetre doncs que serveixen a l’usuari per controlar en tot 
moment la influència de cada filtre respecte tot el sistema. Aquests paràmetres a la 
interfície corresponen a “Escalat Comb 1”, “Escalat Comb 2”, “Escalat Comb 3” i  
“Escalat Comb 4”. 
 
Pel que respecta als dos filtres passa-tot, hem de definir per a cadascún d’ells dos 
paràmetres. Al igual que als filtres comb, cal definir el temps de retard que es vol 
aplicar al senyal a cada filtre passa-tot ( “Delay PT 1” i “Delay PT 2)”. És a dir, el 
temps que volem que es retardi el senyal d’entrada en cada filtre passa-tot. És uns 
temps doncs que l’efecte també ha de traduir en número de mostres a retardar en 
funció de la freqüència a la que està mostratjat el senyal d’àudio. 
 
I també l’usuari ha d’aportar el valor d’un segon paràmetre a cada filtre passa-tot 
que suposa el factor de guany que es vol aplicar a aquest retard quan es torna a 
entrar al filtre per a tornar ser retardat, però també suposa el factor negatiu que 








Serà doncs el mateix paràmetre, que la interfície ja s’encarrega d’assignar un de 
positiu i un de negatiu a cada filtre a l’hora de simular. Aquest paràmetre a la 
interfície corresponen a “Escalat PT 1”, per al primer filtre, i  “Escalat PT 2”, per al 
segon. 
 
Si apliquem aquesta teoria a efectes pràctics al present projecte, la interfície de 
l’efecte de reverberació de Schroeder ha de permetre configurar aquests 
paràmetres, diferenciant visualment cadascun dels sis filtres que integren el 
sistema, incorporant els número de components gràfics adients, i amb els intervals 
de valors adients definits a les seves propietats: 
 
 
Fig 47.: Aspecte dels paràmetres de configuració de la interfície gràfica de  la Reverberació de 
Schroeder 
 
La interfície admet valors als paràmetres de retard també entre 0 i 1000 
milisegons, i entre 0 i 1 per als factors d’escalat d’amplitud, per a mantenir un 
sistema estable i realista. Veiem també com visualment agrupa a la part esquerra 
els quatre filtres comb, i a la dreta els dos filtres passa-tot. 
Els valors que l’usuari assigni a aquests paràmetres, seran doncs els que 
s’assignaran als blocs de les simulacions sobre Simulink, efectuant les operacions 
necessàries per a traspassar les dades des de Matlab a Simulink, treballar amb les 
mateixes unitats, no tenir problemes de tipus de dades, etc. 
 
L’aspecte gràfic de la interfície corresponent a la reverberació de Schroeder que 
està representada a l’arxiu schroederreverbfx.fig i programa a l’arxiu 
schroederreverbfx.m, i en la qual estan representats els paràmetres esmentats 
és la següent: 
 





Fig 48.: Aspecte de la interfície corresponent a l’efecte Reverberació de Schroeder 
 
 
- Esquemes Simulink de l’efecte: 
 
Com està detallat al capítol anteriorment, a cada interfície gràfica van associats cinc 
models de Simulink .mdl, quatre que es poden carregar per a simulacions des 
d’arxiu (tres per als tres arxius predeterminats i un de genèric per a qualsevol 
arxiu), i un cinquè per a simulacions sobre font d’àudio. 
 
Les representacions dels models doncs han de concordar amb la definició teòrica de 
l’efecte, i han d’incorporar els blocs que han de rebre les dades relacionades amb 
els paràmetres definits per l’usuari a la interfície gràfica. 
 
Els models que van associats a l’efecte reverberació de Schroeder estan inclosos als 
arxius següents, seguint la mateixa estructura que la resta d’efectes:  
schroederreverbarxiu.mdl, schroederreverbarxiuguitar.mdl, 









Fig 49.: Aspecte dels 4 models per a reverberació de Scrhoreder per a simulacions des 
d’arxiu. Capturen el senyal des de l’espai de treball amb el bloc “Senyal d’entrada” 
 
 
Fig 50.: Aspecte del model per a reverberació de Schroeder per a simulacions des de font 
d’àudio. Capturen l’àudio directament amb un bloc que ho fa directament des del dispositiu de 
pc. 
 
Veiem com van assignats els tres paràmetres corresponents a tres blocs dins dels 
quatres filtres comb. En el cas dels filtres passa-tot, els paràmetres Delay PT 1 i 








Els paràmetres Escalat PT 1 i Escalat PT 2 van a parar en el seu valor positiu als 
blocs “Escalat delay 5” i “Escalat delay 6” de cada filtre, i en el seu valor negatiu als 
blocs “Escalat passatot1” i Escalat passatot2” de cadascun. 
 
Els models també contenen varis sumadors. Els quatre primers estan integrats als 
quatre filtres comb, i s’encarreguen de sumar les realimentacions escalades del 
retard amb el senyal d’entrada. Després trobem un sumador principal, que suma 
les quatre senyals resultants provinents dels quatre filtres comb. Ja per últim 
trobem dos sumadors més a cada filtre passa-tot, un que suma el retard escalat 
amb el senyal d’entrada del filtre, i un altre el senyal escalat negativament amb el 
senyal retardat. Els models també contenen un darrer bloc que s’encarrega de 
transferir les mostres del senyal resultant de la simulació a l’espai de treball, des 
d’on l’arxiu schroederreverbfx.m que programa la interfície, les recupera per a 







El flanger és un efecte molt característic en el món de l’àudio. Molt emprat a 
discoteques i al món de la música electrònica generant un so similar al so d’un avió 
sobrevolant la zona. El flanger es crea mesclant un senyal amb una lleu copia 
retardada d’ell mateix, a on la longitud del retard està constantment variant. No és 
difícil d’aconseguir amb un equipament d’àudio estàndard, i es creu que es va 
descobrir per accident. 
 
Quan l’usuari escolta un senyal amb un flanger aplicat, no escolta eco perquè el 
retard és molt curt. Els valors típics de retard van de 1 a 10 milisegons (l’oïda 
humana pot percebre retards a partir de 50-70 milisegons). Aquest retard crea una 
sèrie de nuls en la resposta freqüencial del filtre per interferència destructiva, 
eliminant així i variant guanys d’algunes freqüències. 
 
És aquesta variació a les freqüències la que origina aquesta sensació en els efectes. 
La manera amb la qual el retard varia està determinada per una forma d’ona d’un 
LFO (oscil·lador de baixa freqüència). Aquesta forma d’ona determina com el 
retard varia al flanger en el temps. 
 




Fig 51.: Aspecte del diagrama del model que representa un flanger amb un retard controlat 
per un LFO 
 
Veiem com l’esquema digital està dotat d’un bloc que aplica un retard variable en el 
temps, un retard que es va controlant per una forma d’ona incorporada a 
l’oscil·lador LFO. Al present projecte s’empra una forma d’ona sinusoïdal (amb el 
que cal definir doncs també l’amplitud i la freqüència del sinus). Un cop el senyal és 
retardat, un bloc que escala el senyal, controla la profunditat del senyal retardat i 
es suma finalment amb el senyal original. 
 
 
- Paràmetres configurables: 
 
Disposem doncs de quatre tipus de paràmetres possibles de configuració: 
 
Per una banda, cal definir el temps de retard variable que es vol aplicar al senyal. 
És a dir, el temps màxim que volem que es retardi el senyal d’entrada. És uns 
temps doncs que l’efecte ha de traduir en número de mostres a retardar en funció 
de la freqüència a la que està mostratjat el senyal d’àudio. 
 
Per una altra banda, cal definir també el valor d’amplitud de sortida que volem 
obtenir de les mostres variablement retardades. És a dir, cal definir el factor 
d’escalat o profunditat que s’aplica a les mostres retardades obtingudes després del 
retard. Suposa doncs el percentatge d’influència del flanger respecte el senyal 
d’entrada. 
 
Però lògicament també s’ha de definir la forma d’ona amb que es controla el retard. 
Al present projecte s’empra una forma d’ona sinusoïdal, amb el que cal definir dos 
paràmetres per a la constitució d’aquest sinus. Per una banda, l’amplitud que pot 
arribar a tenir, i per una altra, la seva freqüencia. El flanger acostuma a emprar 
freqüències de formes d’ona de senyals del LFO baixes, degut al curt temps de 
retard que ha de controlar. 
 




Si apliquem aquesta teoria a efectes pràctics al present projecte, la interfície de 
l’efecte flanger ha de permetre configurar aquests quatre tipus de paràmetres, 
integrant el número de components gràfics adients, i amb els intervals de valors 
adients definits a les seves propietats: 
 
 
Fig 52.: Aspecte dels paràmetres de configuració de la interfície gràfica del Flanger 
 
La interfície incorpora doncs dos paràmetres superiors per a definir el sinus del LFO, 
i dos inferiors per a definir els dos restants. 
 
Ens trobem doncs primerament els dos paràmetres per a definir el sinus del LFO. 
Un primer Freqüència d’oscil·lació del LFO, on es defineix la freqüència a la que va 
el sinus, admeten uns valors de freqüències molt baixes que van de 0 a 0.5 Hz. I 
un segon, Amplitud del sinus del LFO, on es defineix el nivell d’amplitud d’aquest 
amb valors compresos entre 0 i 50. 
 
Al tercer paràmetre Delay màxim variable en el temps, es defineix el temps de 
retard màxim variable a aplicar a les mostres del senyal. 
La interfície permet introduir un valor comprès entre 0 i 10 milisegons, valors curts 
que són els valors típics del flanger, per a no trobar ecos a les simulacions. 
Incorpora també un darrer paràmetre Depth (delay mix), que suposa el factor 
d’escalat de les mostres retardades. Admet un valor entre 0 i 1. 
 
Els valors que l’usuari assigna a aquests paràmetres, seran doncs els que 
s’assignaran als blocs de les simulacions sobre Simulink, efectuant les operacions 
necessàries per a traspassar les dades des de Matlab a Simulink, treballar amb les 
mateixes unitats, no tenir problemes de tipus de dades, etc. 
 




L’aspecte gràfic de la interfície corresponent al flanger que està representada a 
l’arxiu flangerfx.fig i programa a l’arxiu flangerfx.m, i en la qual estan 
representats els paràmetres esmentats és la següent: 
 
 
Fig 53.: Aspecte de la interfície corresponent a l’efecte Flanger 
 
- Esquemes Simulink de l’efecte: 
 
Com està detallat al capítol anteriorment, a cada interfície gràfica van associats cinc 
models de Simulink .mdl, quatre que es poden carregar per a simulacions des 
d’arxiu (tres per als tres arxius predeterminats i un de genèric per a qualsevol 
arxiu), i un cinquè per a simulacions sobre font d’àudio. 
 
Les representacions dels models doncs han de concordar amb la definició teòrica de 
l’efecte, i han d’incorporar els blocs que han de rebre les dades relacionades amb 
els paràmetres definits per l’usuari a la interfície gràfica. 
 
Els models que van associats a l’efecte flanger estan inclosos als arxius següents, 
seguint la mateixa estructura que la resta d’efectes: flangerarxiu.mdl, 
flangerarxiuguitar.mdl, flangerarxiurock.mdl, flangerarxiuvocal.mdl i 
flangermic.mdl. 
 





Fig 54.: Aspecte dels 4 models per a flanger per a simulacions des d’arxiu. Capturen el 
senyal des de l’espai de treball amb el bloc “Senyal d’entrada” 
 
Fig 55.: Aspecte del model per a flanger per a simulacions des de font d’àudio. Capturen 
l’àudio directament amb un bloc que ho fa directament des del dispositiu de pc. 
 
Els valors definits per l’usuari al primer paràmetre Delay màxim variable en el 
temps, es passa a mostres doncs i s’incorpora al bloc “Delay variable en el temps”, 
dels models, que és un retardador variable fraccional de mostres. Els valors del 
paràmetre Depth (delay mix), s’incorpora al bloc “Depth” que és una porta d’escalat 
d’amplitud. Els valors dels paràmetres Freqüència d’oscil·lació del LFO, i Amplitud 
del sinus del LFO s’incorporen al bloc “LFO”, que es tracta d’un generador de senyal 
sinus discretitzada. 
 
Els models també contenen un sumador, encarregat de sumar el senyal d’entrada 








També contenen un darrer bloc que s’encarrega de transferir les mostres del senyal 
resultant de la simulació a l’espai de treball, des d’on l’arxiu flangerfx.m que 








El chorus és un efecte amb la mateixa estructura i la mateixa base que el flanger. 
També es crea mesclant un senyal amb una lleu copia retardada d’ell mateix, a on 
la longitud del retard està constantment variant. 
La sensació sonora produïda es que el so l’estan reproduint a la vegada vàries fonts 
emissores. Va més orientats a sons instrumentals i vocals que musicals. 
 
Quan l’usuari escolta un senyal amb un chorus aplicat, tampoc escolta eco perquè 
el retard és més gran que amb el flanger, però continua sent molt curt per a la oïda 
humana.. Els valors típics de retard van de 20 a 60 milisegons, éssent els de valors 
entre 20 i 30 els més emprats. Aquest retard crea també una sèrie de nuls en la 
resposta freqüencial del filtre per interferència destructiva, eliminant així i variant 
guanys d’algunes freqüències. 
 
És aquesta variació a les freqüències la que origina com en el flanger aquesta 
sensació en els efectes. La manera amb la qual el retard varia està determinada per 
una forma d’ona d’un LFO (oscil·lador de baixa freqüència). Aquesta forma 
d’ona determina com el retard varia al chorus en el temps. No obstant, al chorus 
els valors típics de les freqüències són també molt baixos, però una mica majors 
que al flanger. 
 
Fig 56.: Aspecte del diagrama del model que representa un chorus amb un retard controlat 
per un LFO 
 




Veiem com l’esquema digital està dotat d’un bloc que aplica un retard variable en el 
temps, un retard que es va controlant per una forma d’ona incorporada a 
l’oscil·lador LFO. Al present projecte s’empra una forma d’ona sinusoïdal (amb el 
que cal definir doncs també l’amplitud i la freqüència del sinus). Un cop el senyal és 
retardat, un bloc que escala el senyal, controla la profunditat del senyal retardat i 
es suma finalment amb el senyal original. 
 
- Paràmetres configurables: 
 
Disposem doncs de quatre tipus de paràmetres possibles de configuració: 
 
Per una banda, cal definir el temps de retard variable que es vol aplicar al senyal. 
És a dir, el temps màxim que volem que es retardi el senyal d’entrada. És uns 
temps doncs que l’efecte ha de traduir en número de mostres a retardar en funció 
de la freqüència a la que està mostratjat el senyal d’àudio. 
 
Per una altra banda, cal definir també el valor d’amplitud de sortida que volem 
obtenir de les mostres variablement retardades. És a dir, cal definir el factor 
d’escalat o profunditat que s’aplica a les mostres retardades obtingudes després del 
retard. Suposa doncs el percentatge d’influència del chorus respecte el senyal 
d’entrada. 
 
Però lògicament també s’ha de definir la forma d’ona amb que es controla el retard. 
Al present projecte s’empra una forma d’ona sinusoïdal, amb el que cal definir dos 
paràmetres per a la constitució d’aquest sinus. Per una banda, l’amplitud que pot 
arribar a tenir, i per una altra, la seva freqüència. El chorus acostuma a emprar 
freqüències de formes d’ona de senyals del LFO baixes però sensiblement superiors 
a les del flanger, degut al curt temps de retard que ha de controlar. 
 
Si apliquem aquesta teoria a efectes pràctics al present projecte, la interfície de 
l’efecte chorus ha de permetre configurar aquests quatre tipus de paràmetres, 
integrant el número de components gràfics adients, i amb els intervals de valors 












Fig 57.: Aspecte dels paràmetres de configuració de la interfície gràfica del Chorus 
 
La interfície incorpora doncs dos paràmetres superiors per a definir el sinus del LFO, 
i dos inferiors per a definir els dos restants. 
 
Ens trobem doncs primerament els dos paràmetres per a definir el sinus del LFO. 
Un primer Freqüència d’oscil·lació del LFO, on es defineix la freqüència a la que va 
el sinus, admeten uns valors de freqüències molt baixes que van de 0.5 a 3 Hz. I 
un segon, Amplitud del sinus del LFO, on es defineix el nivell d’amplitud d’aquest 
amb valors compresos entre 0 i 50. 
 
Al tercer paràmetre Delay màxim variable en el temps, es defineix el temps de 
retard màxim variable a aplicar a les mostres del senyal. La interfície permet 
introduir un valor comprès entre 20 i 60 milisegons, valors curts que són els valors 
típics del chorus, superiors al del flanger que van de 1 a 10. 
  
Incorpora també un darrer paràmetre Mix (delay mix), que suposa el factor 
d’escalat de les mostres retardades. Admet un valor entre 0 i 1. 
 
Els valors que l’usuari assigna a aquests paràmetres, seran doncs els que 
s’assignaran als blocs de les simulacions sobre Simulink, efectuant les operacions 
necessàries per a traspassar les dades des de Matlab a Simulink, treballar amb les 








L’aspecte gràfic de la interfície corresponent al chorus que està representada a 
l’arxiu chorusfx.fig i programa a l’arxiu chorusfx.m, i en la qual estan 
representats els paràmetres esmentats és la següent: 
 
 
Fig 58.: Aspecte de la interfície corresponent a l’efecte Chorus 
 
 
- Esquemes Simulink de l’efecte: 
 
Com està detallat al capítol anteriorment, a cada interfície gràfica van associats cinc 
models de Simulink .mdl, quatre que es poden carregar per a simulacions des 
d’arxiu (tres per als tres arxius predeterminats i un de genèric per a qualsevol 
arxiu), i un cinquè per a simulacions sobre font d’àudio. 
 
Les representacions dels models doncs han de concordar amb la definició teòrica de 
l’efecte, i han d’incorporar els blocs que han de rebre les dades relacionades amb 
els paràmetres definits per l’usuari a la interfície gràfica. 
 
Els models que van associats a l’efecte chorus estan inclosos als arxius següents, 
seguint la mateixa estructura que la resta d’efectes: chorusarxiu.mdl, 
chorusarxiuguitar.mdl, chorusarxiurock.mdl, chorusarxiuvocal.mdl i chorusmic.mdl. 
 





Fig 59.: Aspecte dels 4 models per a chorus per a simulacions des d’arxiu. Capturen el 
senyal des de l’espai de treball amb el bloc “Senyal d’entrada” 
 
 
Fig 60.: Aspecte del model per a chorus per a simulacions des de font d’àudio. Capturen 
l’àudio directament amb un bloc que ho fa directament des del dispositiu de pc. 
 
Els valors definits per l’usuari al primer paràmetre Delay màxim variable en el 
temps, es passa a mostres doncs i s’incorpora al bloc “Delay variable en el temps”, 
dels models, que és un retardador variable fraccional de mostres. Els valors del 
paràmetre Mix (delay mix), s’incorpora al bloc “Mix” que és una porta d’escalat 
d’amplitud. Els valors dels paràmetres Freqüència d’oscil·lació del LFO, i Amplitud 
del sinus del LFO s’incorporen al bloc “LFO”, que es tracta d’un generador de senyal 
sinus discretitzada. 
 
Els models també contenen un sumador, encarregat de sumar el senyal d’entrada 








També contenen un darrer bloc que s’encarrega de transferir les mostres del senyal 
resultant de la simulació a l’espai de treball, des d’on l’arxiu chorusfx.m que 








El chorus dual voice és un cas concret de chorus. El chorus anterior va orientat a 
treballar sobre un senyal d’àudio aplicant un retard controlat per un LFO. En aquest 
cas, el Chorus Dual Voice és un chorus que treballa amb dues senyals, podent 




Fig 61.: Aspecte del diagrama del model que representa un chorus dual voice amb retards 
independents controlats per LFO’s independents 
 
Al present projecte s’han emprat formes d’ona sinusoïdals per ambdós LFO’s. Així 
doncs, ara el senyal serà retardat per dues branques (se li apliquen dos chorus 
bàsics independents), i posteriorment aquests dos senyals retardats es sumen al 
senyal original escalat. 
 
 
- Paràmetres configurables: 
 
Disposem doncs del quatre tipus de paràmetres possibles de configuració, que 
s’han d’aplicar a les dues branques independents. 
 




Per una banda, cal definir els dos temps de retard variable que es volen aplicar al 
senyal. És a dir, els temps màxims que volem que es retardi el senyal d’entrada. 
Són uns temps doncs que l’efecte ha de traduir en número de mostres a retardar 
en funció de la freqüència a la que està mostratjat el senyal d’àudio. 
 
Per una altra banda, cal definir també el valor de les amplituds de sortida que 
volem obtenir de les mostres variablement retardades. És a dir, cal definir els 
factors d’escalat o profunditat que s’apliquen a les mostres retardades obtingudes 
després dels retards. En aquest cas, també cal definir un factor independent que 
controla l’amplitud del senyal d’entrada. 
 
Però lògicament també s’han de definir les formes d’ona amb que es controlen els 
retards. Al present projecte s’empren formes d’ona sinusoïdals, amb el que cal 
definir dos paràmetres per a la constitució de cadascun d’aquests dos sinus. Per 
una banda, les amplituds que poden arribar a tenir, i per una altra, les seves 
freqüències. El chorus dual voice acostuma a emprar freqüències de formes d’ona 
de senyals dels LFO’s baixes però sensiblement superiors a les del flanger, les 
mateixes que al chorus, degut als curts temps de retard que han de controlar. 
 
Si apliquem aquesta teoria a efectes pràctics al present projecte, la interfície de 
l’efecte chorus dual voice ha de permetre configurar aquests quatre tipus de 
paràmetres, integrant el número de components gràfics adients, i amb els intervals 
de valors adients definits a les seves propietats: 
 
 








La interfície incorpora doncs quatre paràmetres superiors per a definir els dos 
paràmetres corresponents als sinus de cada LFO, i cinc inferiors per a definir els 
restants. 
 
Ens trobem doncs primerament els paràmetres per a definir el sinus de cada LFO. 
El primer Freqüència d’oscil·lació del LFO, on es defineix la freqüència a la que va el 
sinus, admeten uns valors de freqüències molt baixes que van de 0.5 a 3 Hz. I un 
segon, Amplitud del sinus del LFO, on es defineix el nivell d’amplitud d’aquest amb 
valors compresos entre 0 i 50. S’han de definir doncs per a cada LFO: per al LFO 1 i 
per al LFO 2. 
 
Al tercer paràmetre Delay màxim variable en el temps, es defineix el temps de 
retard màxim variable a aplicar a les mostres de cada retardador del senyal. La 
interfície permet introduir un valor comprès entre 20 i 60 milisegons per a 
cadascun, valors curts que són els valors típics del chorus, superiors al del flanger 
que van de 1 a 10. 
  
Incorpora també un darrer paràmetre Mix (delay mix), que suposa el factor 
d’escalat de les mostres retardades. Admet un valor entre 0 i 1. Per la definició de 
la tipologia de l’efecte, aquest paràmetre no s’ha només de definir per a cada 
senyal retardat emprat, sinó també per al senyal d’entrada. Per això trobem tres a 
la interfície gràfica i no dos. 
 
Els valors que l’usuari assigna a aquests paràmetres, seran doncs els que 
s’assignaran als blocs de les simulacions sobre Simulink, efectuant les operacions 
necessàries per a traspassar les dades des de Matlab a Simulink, treballar amb les 
mateixes unitats, no tenir problemes de tipus de dades, etc. 
 
L’aspecte gràfic de la interfície corresponent al chorus que està representada a 
l’arxiu chorusdualfx.fig i programa a l’arxiu chorusdualfx.m, i en la qual estan 














Fig 63.: Aspecte de la interfície corresponent a l’efecte Chorus Dual Voice 
 
 
- Esquemes Simulink de l’efecte: 
 
Com està detallat al capítol anteriorment, a cada interfície gràfica van associats cinc 
models de Simulink .mdl, quatre que es poden carregar per a simulacions des 
d’arxiu (tres per als tres arxius predeterminats i un de genèric per a qualsevol 
arxiu), i un cinquè per a simulacions sobre font d’àudio. 
 
Les representacions dels models doncs han de concordar amb la definició teòrica de 
l’efecte, i han d’incorporar els blocs que han de rebre les dades relacionades amb 
els paràmetres definits per l’usuari a la interfície gràfica. 
 
Els models que van associats a l’efecte chorus dual voice estan inclosos als arxius 
següents, seguint la mateixa estructura que la resta d’efectes: 
chorusdualarxiu.mdl, chorusdualarxiuguitar.mdl, chorusdualarxiurock.mdl, 
chorusdualarxiuvocal.mdl i chorusdualmic.mdl. 
 
 






Fig 64.: Aspecte dels 4 models per a chorus dual voice per a simulacions des d’arxiu. 
Capturen el senyal des de l’espai de treball amb el bloc “Senyal d’entrada” 
 
 
Fig 65.: Aspecte del model per a chorus dual voice per a simulacions des de font d’àudio. 
Capturen l’àudio directament amb un bloc que ho fa directament des del dispositiu de pc. 
 
 
Els valors definits per l’usuari als primers paràmetres Delay màxim variable en el 
temps, es passa a mostres doncs i s’incorporen als blocs “Delay variable en el 
temps1” i “Delay variable en el temps2”, dels models, que són els retardadors 
variables fraccionasl de mostres. 
 
 




Els valors dels paràmetres Mix (delay mix), s’incorporen als blocs “Mix1” i “Mix2” 
els corresponents als dels senyals retardats, i al bloc “Mix” el corresponent al senyal 
original, que  són portes d’escalat d’amplitud. Els valors dels paràmetres Freqüència 
d’oscil·lació del LFO, i Amplitud del sinus del LFO s’incorporen al respectius blocs 
“LFO1” i “LFO2”, que es tracten de generadors de senyals sinus discretitzats. 
 
Els models també contenen dos sumadors, un encarregat de sumar les dues 
senyals retardades, i un altre encarregat de sumar aquesta suma dels senyals 
retardats amb el senyal d’entrada. També contenen un darrer bloc que s’encarrega 
de transferir les mostres del senyal resultant de la simulació a l’espai de treball, des 
d’on l’arxiu chorusdualfx.m que programa la interfície, les recupera per a després 









L’amplificador és un efecte que ja no es basa aplicant retards als senyals d’àudio, 
sinó que ja es basa en incidir sobre el seu rang dinàmic, és a dir, la seva amplitud. 
 
És un efecte doncs, que simplement aplica un guany a les mostres del senyal 
d’entrada, proporcionant unes mostres menors, iguals o majors que les entrants, 
aplicant a totes elles el mateix factor de multiplicació, sense considerar els nivells 
d’aquestes. 
Els amplificadors s’empren en infinitats d’aplicacions, i estan presents en la majoria 
de sistema d’àudio, ja que no són res més que simples portes d’escalat de senyal: 
 
 
Fig 66.: Aspecte del diagrama del model que representa un amplficador. Veiem que és una 
simple porta d’escalat de senyal 
 
 




- Paràmetres configurables: 
 
Disposem d’un únic tipus de paràmetres possibles de configuració: 
 
Només cal definir el valor d’amplitud de sortida que volem obtenir de les mostres 
d’entrada. És a dir, cal definir el factor d’escalat que s’aplica. Suposa doncs el factor 
multiplicatiu a aplicar. 
 
Si apliquem aquesta teoria a efectes pràctics al present projecte, la interfície de 
l’amplificador ha de permetre configurar aquest paràmetre, integrant el component 
gràfic adient, i amb els intervals de valors adients definits a les seves propietats: 
 
 
Fig 67.: Aspecte dels paràmetres de configuració de la interfície gràfica de l’Amplificador 
 
La interfície incorpora doncs només un paràmetre configurables, encara que a la 
interfície sembli que siguin dos: 
 
I és que simplement es tracta d’un paràmetre que marca el factor d’amplificat que 
tindran les mostres resultants, però s’han emprat dos components gràfics 
programats per a que vagin sincronitzats entre ells per a poder seleccionar el 
paràmetre en dues unitats diferents: en percentatge (%), i en dB. Els paràmetres 
que admet el paràmetre van de –40 dB a 10 dB en el component gràfic en dB, i a 










És a dir, ambdues components van sincronitzades, per exmple, si introduïm a la 
component de percentatge un 100 %, això suposa un guany de 1, amb el que les 
mostres del senyal resultant ha de quedar amb els mateixos valors que al entrar a 
l’efecte. Automàticament, a la component de dB el valor s’assigna a 0 dB (un guany 
d’1 equival a un guany de 0 dB). 
 
Els valors que l’usuari assigna a aquest paràmetre, serà doncs el que s’assigna als 
blocs de les simulacions sobre Simulink, efectuant les operacions necessàries per a 
traspassar les dades des de Matlab a Simulink, treballar amb les mateixes unitats, 
no tenir problemes de tipus de dades, etc.  En aquest cas, es el valor del factor 
d’amplificat es passa en unitats lineals, i no en tant per cent, sinó en valor entre 0 i 
3.16. 
 
Els components gràfics també estan programats per a que quan s’introdueixi un 
valor de 0 lineal, a la component en dB aparegui un Error. 
 
La interfície també incorpora una sèrie de botons amb valors predefinits per a 
l’augment o disminució de valors fixes d’amplitud en dB. En concret de tres botons 
per a augmentar el nivell de senyal actual en 3, 6 o 10 dB, i tres més per a 
disminuir-los amb els mateixos valors. Són botons doncs que al ser pitjats, 
assignen als components gràfics que representen el paràmetre d’amplificat en 
ambdues unitats el valor corresponent a l’operació realitzada. 
 
L’aspecte gràfic de la interfície corresponent a l’amplificador que està representada 
a l’arxiu amplificadorfx.fig i programa a l’arxiu amplificadorfx.m, i en la qual 



















Fig 68.: Aspecte de la interfície corresponent a l’efecte Amplificador 
 
 
- Esquemes Simulink de l’efecte: 
 
Com està detallat al capítol anteriorment, a cada interfície gràfica van associats cinc 
models de Simulink .mdl, quatre que es poden carregar per a simulacions des 
d’arxiu (tres per als tres arxius predeterminats i un de genèric per a qualsevol 
arxiu), i un cinquè per a simulacions sobre font d’àudio. 
 
Les representacions dels models doncs han de concordar amb la definició teòrica de 
l’efecte, i han d’incorporar els blocs que han de rebre les dades relacionades amb el 
paràmetre definit per l’usuari a la interfície gràfica. 
 
Els models que van associats a l’efecte d’amplificació estan inclosos als arxius 
següents, seguint la mateixa estructura que la resta d’efectes: 
amplificadorarxiu.mdl, amplificadorarxiuguitar.mdl, amplificadorarxiurock.mdl, 









Fig 69.: Aspecte dels 4 models per a l’amplificador per a simulacions des d’arxiu. 
Capturen el senyal des de l’espai de treball amb el bloc “Senyal d’entrada” 
 
 
Fig 70.: Aspecte del model per a l’amplificador per a simulacions des de font d’àudio. 
Capturen l’àudio directament amb un bloc que ho fa directament des del dispositiu de pc. 
 
 
El valor definit per l’usuari al paràmetre d’amplificat, l’aplicació pren el seu valor 
lineal i la divideix per 100 per a incorporar-ho al bloc “Escalat” que és una porta 
d’escalat convencional. 
 
Els models també contenen un bloc que s’encarrega de transferir les mostres del 
senyal resultant de la simulació a l’espai de treball, des d’on l’arxiu 
amplificadorfx.m que programa la interfície, les recupera per a després representar-
les gràficament a la interfície. 
 
 




L’expansor és un tipus de processador de dinàmica. Com el seu nom indica, 










Estableix doncs un llindar (threshold), i als valors inferiors a aquest, els hi aplica 
una atenuació seguint un criteri de linealitat si parlem en dB, és a dir, com més 
baixos siguin els nivells seran atenuats en major mesura. La porta de soroll és 
simplement una expansió portada als seus extrems, a on el senyal d’entrada 
s’atenuara fortament o inclòs s’eliminarà per complet, deixant només silenci. 
 
L’expansor és bàsicament doncs un amplificador amb un control variable del guany. 
El guany no serà mai més gran que 1, ja que ha d’atenuar els senyals, un guany 
que és controlat pel nivell del senyal d’entrada, comprovant si supera o no el 
llindar. Quan el nivell de senyal és més alt que el llindar establert, l’expansor aplica 
un guany de 1 al senyal, deixant-lo tal qual. Quan el nivell de senyal és inferior al 
llindar, el guany decreix, atenuant el senyal. 
 
 
Fig 71.: Aspecte del diagrama del model que representa un expansor. Ha de detectar el nivell 
d’entrada del senyal, i aplicar un guany de 1 si és major que el llindar, o disminuir el guany en 
funció del nivell del senyal si aquest és menor que el llindar 
 
És habitual descriure el comportament dels expansors mitjançant la representació 
entre la entrada i la sortida de l’expansor en dB. El nivell del senyal d’entrada es 
dona a l’eix horitzontal, i el de sortida al vertical. Quan el pendent de la línia és 
unitari, el guany de l’expansor és 1 (el senyal de sortida és idèntic al d’entrada). Un 
canvi en el pendent de la línia implica doncs un canvi en el guany de l’expansor, un 
pendent definit llavors pel factor d’expansió que dictamina l’equació d’atenuació. En 
els casos en que aquest factor és d’un valor de 10 o més, l’efecte ja no es considera 
un expansor, sinó una porta de soroll. 
 
El punt on el pendent del gràfic varia representa doncs el llindar, que és ajustable. 
Per als nivells d’entrada doncs situats per sota d’aquest llindar, s’aplica una 
expansió del rang dinàmic atenuant-los de forma més pronunciada si són més 









Fig 72.: Relació entrada / sortida de l’expansor. Veiem que les condicions d’atenuació dels 
nivells inferiors al llindar segueixen un criteri de linealitat però en dB, el que suposa que no 
serà una atenuació lineal amb valors decimals. S’observa que el resultat a la sortida no pot 
ser mai més gran que a l’entrada. 
 
 
- Paràmetres configurables: 
 
Cal considerar dos factors fonamentals als expansors: 
 
Per una banda, cal definir el factor d’expansió que dicta el criteri que l’expansor 
segueix a l’hora d’atenuar les mostres que tenen un valor d’amplitud inferior al 
llindar. 
 
Per una altra, cal definir també el llindar d’amplitud. És a dir, el valor amb el que 
compara l’expansor els valors d’amplitud de totes les mostres del senyal d’entrada, 
per a aplicar un guany de 1, o atenuar-les seguint el criteri dictat pel factor 
d’expansió. 
 
Si apliquem aquesta teoria a efectes pràctics al present projecte, la interfície de 
l’expansor ha de permetre configurar aquests paràmetres, integrant els 









Fig 73.: Aspecte dels paràmetres de configuració de la interfície gràfica de l’expansor / porta 
de  soroll 
 
La interfície incorpora doncs dos components gràfics en els quals l’usuari dóna els 
valors desitjats als paràmetres. 
 
El primer paràmetre és el factor d’expansió. Com ja s’ha comentat, es tracta del 
pendent d’atenuació en dB que es vol aplicar a les amplituds del senyal inferiors al 
llindar establert. L’aplicació admet valors entre 1 (sense expansió) i 10 (l’expansor 
ja es considera una porta de soroll degut a la gran atenuació que exerceix sobre les 
mostres del senyal). A la dreta de les components que permeten assignar el valor 
del paràmetre, trobem un botó “Porta de Soroll” que si es pitjat, assigna 
directament un 10 al paràmetre, fet que implica que l’expansor esdevingui en una 
porta de soroll. 
 
El segon paràmetre és doncs el llindar (threshold) expressat en dB, que constitueix 
el valor d’amplitud amb el que l’efecte ha de comparar els nivells d’entrada del 
senyal per a saber el guany que els ha d’aplicar. Els valors admesos per l’aplicació 
van de –50 dB a 0 dB. Trobem a la part inferior també sis botons que permeten 
augmentar o disminuir amb valors fixos predefinits el valor del llindar, actualitzant 
també el valor dels components gràfics que marquen el valor del paràmetre. 
Apareixen tres botons per a augmentar en 3, 6 i 10 dB respectivament, i tres més 










L’aplicació treballa amb dB degut a que la interfície també incorpora el gràfic de la 
relació entrada / sortida de l’expansor, amb unitats expressades en dB, i per a 
aconseguir una major apreciació gràfica de la variació del llindar. 
 
En el moment en que es varien els paràmetres, ja sigui el factor d’expansió o el 
llindar, el gràfic entrada/sortida de la interfície s’actualitza, informant així de forma 
molt visual a l’usuari. 
 
Els valors que l’usuari assigna a aquests paràmetres, serà doncs els que s’assignen 
als blocs de les simulacions sobre Simulink, efectuant les operacions necessàries 
per a traspassar les dades des de Matlab a Simulink, treballar amb les mateixes 
unitats, no tenir problemes de tipus de dades, etc. 
 
L’aspecte gràfic de la interfície corresponent a l’expansor que està representada a 
l’arxiu expansorfx.fig i programa a l’arxiu expansorfx.m, i en la qual estan 
representats els paràmetres esmentats és la següent: 
 
 









- Esquemes Simulink de l’efecte: 
 
Com està detallat al capítol anteriorment, a cada interfície gràfica van associats cinc 
models de Simulink .mdl, quatre que es poden carregar per a simulacions des 
d’arxiu (tres per als tres arxius predeterminats i un de genèric per a qualsevol 
arxiu), i un cinquè per a simulacions sobre font d’àudio. 
 
Les representacions dels models doncs han de concordar amb la definició teòrica de 
l’efecte, i han d’incorporar els blocs que han de rebre les dades relacionades amb el 
paràmetre definit per l’usuari a la interfície gràfica. 
 
Els models que van associats a l’expansor estan inclosos als arxius següents, 
seguint la mateixa estructura que la resta d’efectes: expansorarxiu.mdl, 
expansorarxiuguitar.mdl, expansorarxiurock.mdl, expansorarxiuvocal.mdl i 
expansormic.mdl. 
 
Fig 75.: Aspecte dels 4 models per a l’expansor per a simulacions des d’arxiu. Capturen el 
senyal des de l’espai de treball amb el bloc “Senyal d’entrada” 
 
Fig 76.: Aspecte del model per a l’expansor per a simulacions des de font d’àudio. Capturen 
l’àudio directament amb un bloc que ho fa directament des del dispositiu de pc. 
 




Veiem com els diagrames de blocs en Simulink consten d’un gran número de blocs 
degut a la complexitat i consideracions que ha de seguir l’expansor. I és que el fet 
de que els criteris els apliqui en dB, augmenta la complexitat dels models. 
 
Primerament, el sistema guarda el signe de les mostres del senyal d’entrada, i fa el 
valor absolut del senyal per a treballar només amb valors positius i no considerant 
els zeros. El sistema actúa així perquè posteriorment passa les mostres a dB 
aplicant el log al senyal, i multiplicant-la per 20. El logaritme no existeix per a 
valors de 0 o negatius, per això es treballa amb valors positius majors que zeros 
només.  
Aquestes mostres en dB es comparen amb el llindar que està integrat en el bloc 
“Detector de llindar”, un llindar que es tracta del paràmetre que el model ha rebut 
desde la interfície gràfica ja expressat en dB. Si les mostres tenen amplituds 
superiors al llindar, el bloc deixa les mostres tal qual, si és inferior, els aplica 
l’atenuació multiplicant les mostres pel factor d’expansió rebut des de la interfície 
gràfica i l’incorpora al bloc “Escalat 2”, que és simplement una porta de guany. 
Un cop es duu a terme això, es torna a expressar el senyal en valors decimals fent 
la inversa que abans, multiplicant-les per un factor de 1/20, i per un 10x. El senyal 
resultant, com encara són totes mostres en valor absolut, es multipliquen pel signe 
que el model havia guardat només iniciar el procés, i ja s’obté el senyal processat. 
 
Els models també contenen un bloc que s’encarrega de transferir les mostres del 
senyal resultant de la simulació a l’espai de treball, des d’on l’arxiu expansorfx.m 








El compressor és un tipus de processador de dinàmica que com el seu nom indica, 
redueix el rang dinàmic del senyal. És emprat habitualment en les grabacions 
d’àudio, treball de producció, reducció de sorolls, i aplicacions de directe. 
 
Un compressor és bàsicament un dispositiu de guany variable, a on la quantitat de 
guany emprada depèn del nivell de la entrada al igual que a l’expansor. 
 




En aquest cas, el guany es veurà reduït quan el nivell de senyal és alt i supera el 
llindar establert, reduïnt el rang dinàmic del senyal. És doncs, l’efecte invers de 
l’expansor. 
 
Estableix doncs un llindar (threshold), i als valors superiors a aquest, els hi aplica 
una compressió d’amplitud seguint un criteri de linealitat si parlem en dB, és a dir, 
com més alts siguin els nivells seran comprimits en major mesura. El limitador és 
simplement un compressor portat als seus extrems, a on el senyal d’entrada es 
comprimirà fortament o inclòs es limitarà per complet a un nivell determinat. 
 
El compressor és bàsicament doncs un amplificador amb un control variable del 
guany. El guany no serà mai més gran que 1, ja que ha d’atenuar els senyals en els 
seus nivells alts, un guany que és controlat pel nivell del senyal d’entrada, 
comprovant si supera o no el llindar. Quan el nivell de senyal és més baix que el 
llindar establert, el compressor aplica un guany de 1 al senyal, deixant-lo tal qual. 
Quan el nivell de senyal és superior al llindar, el guany decreix, atenuant el senyal. 
 
 
Fig 77.: Aspecte del diagrama del model que representa un compressor. Ha de detectar el 
nivell d’entrada del senyal, i aplicar un guany de 1 si és menor que el llindar, o disminuir el 
guany en funció del nivell del senyal si aquest és major que el llindar 
 
Al igual que en els expansors habitual descriure el comportament dels compressors 
mitjançant la representació entre la entrada i la sortida de l’efecte en dB. El nivell 
del senyal d’entrada es dona a l’eix horitzontal, i el de sortida al vertical. Quan el 
pendent de la línia és unitari, el guany de l’expansor és 1 (el senyal de sortida és 
idèntic al d’entrada). Un canvi en el pendent de la línia implica doncs un canvi en el 
guany del compressor, un pendent definit llavors pel factor d’expansió que 
dictamina l’equació d’atenuació, un pendent que sempre ha de ser menor que 
unitari. En els casos en que aquest factor és d’un valor de 10 o més, l’efecte ja no 
es considera un compressor, sinó un limitador, ja que els nivells de les amplituds 
del senyal superiors al llindar, quedaran pràcticament al nivell d’aquest. 
 
 




El punt on el pendent del gràfic varia representa doncs el llindar, que és ajustable. 
Per als nivells d’entrada doncs situats per sobre d’aquest llindar, s’aplica una 
compressió del rang dinàmic comprimint els nivells del senyal de forma més 
pronunciada si són més alts (valor més llunyans en amplitud al llindar). 
 
 
Fig 78.: Relació entrada / sortida del compressor. Veiem que les condicions d’atenuació dels 
nivells superiors al llindar segueixen un criteri de linealitat però en dB, el que suposa que no 
serà una atenuació lineal amb valors decimals. S’observa que el resultat a la sortida no pot 
ser mai més gran que a l’entrada. 
 
- Paràmetres configurables: 
 
Cal considerar dos factors fonamentals doncs als compressors: 
Per una banda, cal definir el factor de compressió que dicta el criteri que el 
compressor segueix a l’hora d’atenuar les mostres que tenen un valor d’amplitud 
superior al llindar. 
Per una altra, cal definir també el llindar d’amplitud. És a dir, el valor amb el que 
compara el compressor els valors d’amplitud de totes les mostres del senyal 
d’entrada, per a aplicar un guany de 1, o atenuar-les seguint el criteri dictat pel 
factor de compressió. 
Si apliquem aquesta teoria a efectes pràctics al present projecte, la interfície del 
compressor ha de permetre configurar aquests paràmetres, integrant els 
components gràfics adient, i amb els intervals de valors adients definits a les seves 
propietats: 
 





Fig 79.: Aspecte dels paràmetres de configuració de la interfície gràfica del compressor / 
limitador 
 
La interfície incorpora doncs dos components gràfics en els quals l’usuari dóna els 
valors desitjats als paràmetres. 
 
El primer paràmetre és el factor de compressió. Com ja s’ha comentat, es tracta de 
la inversa del pendent d’atenuació en dB que es vol aplicar a les amplituds del 
senyal superiors al llindar establert. L’aplicació admet valors entre 1 (sense 
compressió) i 10 (el compressor ja es considera un limitador degut a la gran 
atenuació que exerceix sobre les mostres del senyal, equidistant el nivell d’amplitud 
de les mostres pràcticament al llindar). A la dreta de les components que permeten 
assignar el valor del paràmetre, trobem un botó “Limitador” que si es pitjat, 
assigna directament un 10 al paràmetre, fet que implica que el compressor 
esdevingui en un limitador. 
 
El segon paràmetre és doncs el llindar (threshold) expressat en dB, que constitueix 
el valor d’amplitud amb el que l’efecte ha de comparar els nivells d’entrada del 
senyal per a saber el guany que els ha d’aplicar. L’aplicació admet valors entre –50 
dB i 0 dB. Trobem a la part inferior també sis botons que permeten augmentar o 
disminuir amb valors fixos predefinits el valor del llindar, actualitzant també el valor 
dels components gràfics que marquen el valor del paràmetre. Apareixen tres botons 
per a augmentar en 3, 6 i 10 dB respectivament, i tres més per disminuir-lo amb 









L’aplicació treballa amb dB degut a que la interfície també incorpora el gràfic de la 
relació entrada / sortida del compressor, amb unitats expressades en dB, i per a 
aconseguir una major apreciació gràfica de la variació del llindar i del pendent de 
compressió. 
 
En el moment en que es varien els paràmetres, ja sigui el factor de compressió o el 
llindar, el gràfic entrada/sortida de la interfície s’actualitza, informant així de forma 
molt visual a l’usuari. 
 
Els valors que l’usuari assigna a aquests paràmetres, serà doncs els que s’assignen 
als blocs de les simulacions sobre Simulink, efectuant les operacions necessàries 
per a traspassar les dades des de Matlab a Simulink, treballar amb les mateixes 
unitats, no tenir problemes de tipus de dades, etc. 
 
L’aspecte gràfic de la interfície corresponent al compressor que està representada a 
l’arxiu compressorfx.fig i programa a l’arxiu compressorfx.m, i en la qual estan 
representats els paràmetres esmentats és la següent: 
 
 









- Esquemes Simulink de l’efecte: 
 
Com està detallat al capítol anteriorment, a cada interfície gràfica van associats cinc 
models de Simulink .mdl, quatre que es poden carregar per a simulacions des 
d’arxiu (tres per als tres arxius predeterminats i un de genèric per a qualsevol 
arxiu), i un cinquè per a simulacions sobre font d’àudio. 
 
Les representacions dels models doncs han de concordar amb la definició teòrica de 
l’efecte, i han d’incorporar els blocs que han de rebre les dades relacionades amb el 
paràmetre definit per l’usuari a la interfície gràfica. 
 
Els models que van associats al compressor estan inclosos als arxius següents, 
seguint la mateixa estructura que la resta d’efectes: compressorarxiu.mdl, 
compressorarxiuguitar.mdl, compressorarxiurock.mdl, compressorarxiuvocal.mdl i 
compressormic.mdl. 
 
Fig 81.: Aspecte dels 4 models per al compressor per a simulacions des d’arxiu. Capturen 
el senyal des de l’espai de treball amb el bloc “Senyal d’entrada” 
 
 
Fig 82.: Aspecte del model per al compressor per a simulacions des de font d’àudio. Capturen 
l’àudio directament amb un bloc que ho fa directament des del dispositiu de pc. 
 
 




Veiem com els diagrames de blocs en Simulink consten d’un gran número de blocs 
degut a la complexitat i consideracions que ha de seguir el compressor. I és que el 
fet de que els criteris els apliqui en dB, augmenta la complexitat dels models. 
 
Primerament, el sistema guarda el signe de les mostres del senyal d’entrada, i fa el 
valor absolut del senyal per a treballar només amb valors positius i no considerant 
els zeros. El sistema actua així perquè posteriorment passa les mostres a dB 
aplicant el log al senyal, i multiplicant-lo per 20. El logaritme no existeix per a 
valors de 0 o negatius, per això es treballa amb valors positius majors que zeros 
només.  
 
Aquestes mostres en dB es comparen amb el llindar que està integrat en el bloc 
“Detector de llindar”, un llindar que es tracta del paràmetre que el model ha rebut 
des de la interfície gràfica ja expressat en dB. 
 
Si les mostres tenen amplituds inferiors al llindar, el bloc deixa les mostres tal qual, 
si són superiors, els aplica l’atenuació multiplicant les mostres per la inversa del 
factor de compressió rebut des de la interfície gràfica i l’incorpora al bloc “Escalat 
2”, que és simplement una porta de guany. 
 
Un cop es duu a terme això, es torna a expressar el senyal en valors decimals fent 
la inversa que abans, multiplicant-les per un factor de 1/20, i per un 10x. El senyal 
resultant, com encara són totes mostres en valor absolut, es multipliquen pel signe 
que el model havia guardat només iniciar el procés, i ja s’obté el senyal processat. 
 
Els models també contenen un bloc que s’encarrega de transferir les mostres del 
senyal resultant de la simulació a l’espai de treball, des d’on l’arxiu compressorfx.m 




















L’efecte d’envolvent és un efecte que també treballa sobre el rang dinàmic del 
senyal. Es basa en processar el senyal variant la seva forma d’ona, una forma d’ona 
que s’ha de definir a partir d’una corba addicional. 
 
Es basa doncs en la modulació de senyals. És a dir, l’efecte d’envolvent simplement 
fa un producte entre un senyal d’àudio a processar i una altra senyal amb la forma 
d’ona desitjada. Obtenim així el senyal d’àudio amb una envolvent corresponent a 
l’altre senyal definida. 
 
S’empra en moltes aplicacions. Per exemple, si s’empren formes d’ona lineals 
rectes, amb un pendent positiu s’obtenen senyals que augmenten el seu valor 
d’amplitud progressivament, amb un pendent negatiu s’obtenen senyals que 
disminueixen el volum també de forma progressiva. 
 
Els efectes produïts per l’efecte d’envolvent són molt apreciables quan es modula el 
senyal sobre senyals sinusoïdals, quadrades o triangulars, ja que el senyal queda 
amb una forma d’ona d’amplitud d’aquestes característiques. 
 
Així doncs, l’efecte es modela simplement amb una modulació entre senyals: 
 










És habitual sempre que es treballa amb envolvent doncs, tenir un suport gràfic on 
visualitzar un gràfic amb la forma d’ona de la corba que es modularà amb el senyal 
d’entrada, per a poder visualitzar tant els intervals de temps on influirà i de la 
manera com ho farà, és a dir, tenir visibles els valors d’amplituds que aportarà el 
senyal, i en quina proporció i de quina manera ho farà. Són habituals doncs gràfics 




- Paràmetres configurables: 
 
Per una banda, cal definir doncs els intervals de temps en els quals es vol actuar 
sobre el senyal. És a dir, els instants de temps que conformaran les coordenades x 
del senyal que modularà el senyal d’àudio. 
 
Per una altra, cal definir també els valors d’amplitud que van assignats a aquests 
intervals, és a dir, les coordenades y d’aquest senyal. 
 
Una altra opció seria definir una forma d’ona corresponent a algun senyal predefinit 
com un sinus, una quadrada, un de triangular, etc., amb el que no caldria definir 
intervals temporals com a punts d’inflexió de la corba. 
 
Si apliquem aquesta teoria a efectes pràctics al present projecte, la interfície del 
compressor ha de permetre configurar aquests paràmetres, integrant els 
components gràfics adient, i amb els intervals de valors adients definits a les seves 
propietats: 
 








La interfície incorpora doncs els components gràfics necessaris per a definir 
diferents intervals de temps i les seves respectives amplituds. S’ha dotat a la 
interfície de la possibilitat d’introduir fins a 5 instants de temps amb les seves 
respectives amplituds, el que suposa poder definir una corba d’envolvent de fins a 5 
punts d’inflexió. La interfície doncs està formada per 10 quadres de texte, 5 
columnes en les que s’introdueix l’instant de temps i la seva respectiva amplitud. 
 
Els primers paràmetres a definir doncs són els instants de temps. L’aplicació admet 
un valor entre 0 i 10 segons, ja que 10 segons és el temps de durada de la 
simulació i no tindria sentit definir un interval de temps fora d’aquest rang. 
L’aplicació està programada a més de per a que el valor hagi d’estar comprès dins 
d’aquest interval, per a que no calgui col·locar en ordre temporal els intervals de 
temps, ja que l’aplicació els ordena automàticament. També controla que no pugui 
haver dos intervals de temps amb el mateix valor (no pot assignar-se dos valors 
d’amplitud al mateix instant de temps). 
 
Els segons paràmetres a definir doncs són els valors d’amplitud. L’aplicació admet 
introduir valors entre 0 i 1. Són doncs els valors d’amplitud normalitzats que tindrà 
el senyal a conformar. Cada valor d’amplitud correspon a l’instant de temps que té 
al quadre de text superior, i encara que aquests estiguin desordenats temporalment 
entre ells, les amplituds van associades als seus respectius instants de temps. 
 
L’aplicació està dotada també d’un quadre de text addicional que permet regular el 
nivell d’amplitud de totes les amplituds que conformen la corba d’envolvent. És a 
dir, és un paràmetre que actua com a amplificador admetent valors en percentatge 
entre el 0% i 300%, essent el 100 % el valor de guany 1, que deixa la corba sense 
amplificar. Un amplificat d’aquesta corba d’envolvent doncs, suposa una 
amplificació del senyal resultant processat. 
 
La interfície està dotada també d’un gràfic que es va actualitzant en cada instant en 
que l’usuari modifica qualsevol dels paràmetres esmentats, proporcionant així una 
informació totalment actualitzada i aproximada de la corba que es va generant. 
Està programat a més per a que els seus eixos es vagin actualitzant en funció de 
l’amplitud de la corba. 
 
Si assignem per exemple els valors als components gràfics dels paràmetres 
presents en la fig. 84, la corba resultant serà la següent: 
 





Fig 85.: Aspecte de la gràfica representada a la interfície que representa la corba d’envolvent, 
quan s’entren els paràmetres a la interfície de la fig.84 
 
Els valors que l’usuari assigna a aquests paràmetres, serà doncs els que s’assignen 
als blocs de les simulacions sobre Simulink, efectuant les operacions necessàries 
per a traspassar les dades des de Matlab a Simulink, treballar amb les mateixes 
unitats, no tenir problemes de tipus de dades, etc. 
 
L’aspecte gràfic de la interfície corresponent a l’efecte d’envolvent que està 
representada a l’arxiu envelopefx.fig i programa a l’arxiu envelopefx.m, i en la 
qual estan representats els paràmetres esmentats és la següent: 
 
 
Fig 86.: Aspecte de la interfície corresponent a l’efecte d’envolvent 
 





- Esquemes Simulink de l’efecte: 
 
Com està detallat al capítol anteriorment, a cada interfície gràfica van associats cinc 
models de Simulink .mdl, quatre que es poden carregar per a simulacions des 
d’arxiu (tres per als tres arxius predeterminats i un de genèric per a qualsevol 
arxiu), i un cinquè per a simulacions sobre font d’àudio. 
 
Les representacions dels models doncs han de concordar amb la definició teòrica de 
l’efecte, i han d’incorporar els blocs que han de rebre les dades relacionades amb el 
paràmetre definit per l’usuari a la interfície gràfica. 
 
Els models que van associats a l’efecte d’envolvent estan inclosos als arxius 
següents, seguint la mateixa estructura que la resta d’efectes: envelopearxiu.mdl, 
envelopearxiuguitar.mdl, envelopearxiurock.mdl, envelopearxiuvocal.mdl i 
envelopemic.mdl. 
 
Fig 87.: Aspecte dels 4 models per a l’envolvent per a simulacions des d’arxiu. Capturen el 




Fig 88.: Aspecte del model per a l’envolvent per a simulacions des de font d’àudio. Capturen 
l’àudio directament amb un bloc que ho fa directament des del dispositiu de pc. 
 
 




Veiem com els diagrames de blocs porten a terme la modulació fent un producte 
entre el senyal d’entrada i la corba d’envolvent, aquesta mitjançant una seqüència 
generada a partir de dos vectors del mateix tamany: un vector amb els intervals 
temporals i un altre amb els valors d’amplitud. 
 
Així doncs, els intervals temporals definits a la interfície, i els seus respectius valors 
d’amplitud (ja amb l’amplificació respectiva introduïda a la interfície inclosa) que 
conformen la corba d’envolvent, es traspassen a Simulink a un bloc anomenat 
“Repeating Sequence” que s’encarrega de generar una seqüència amb aquestes 
parelles de valors. 
 
Els models també contenen un bloc que s’encarrega de transferir les mostres del 
senyal resultant de la simulació a l’espai de treball, des d’on l’arxiu envelopefx.m 































5. EXECUCIÓ DEL PROGRAMA: 
 
5.1. PROCÉS A SEGUIR:  
 
L’aplicació està dotada d’un número molt gran d’interfícies gràfiques, cadascuna 
amb un gran número de components gràfics amb moltes funcionalitats, que l’usuari 
pot manipular amb llibertat. És per això, que és important executar l’aplicació de 
forma adequada per a obtenir els resultats obtinguts. La programació de l’aplicació 
ja controla gràficament el comportament dels components de les interfícies entre 
ells, per a que l’usuari executi de forma ordenada i adequada l’aplicació (a més 
d’incorporar les ajudes que expliquen de forma guiada com l’usuari ha d’executar 
les interfícies). Però com en qualsevol aplicació, aquesta programació de control 
sense un bon ús de l’usuari no té sentit, amb el que l’usuari també ha de tenir en 
compte una sèrie de punts. 
 
I és que, degut als dos grans tipus de simulacions que l’usuari pot executar, 
existeixen dos mecàniques diferents que l’usuari ha de seguir en funció si la 
simulació es des d’arxiu o des de font d’àudio pc. Per aquest motiu doncs, és pel 
qual tenim tres interfícies gràfiques d’ajuda per a cada efecte, dos que expliquen 
cadascuna com s’executa aquest efecte en funció del tipus de simulació desitjat, i 
una altra de control d’accés per a cadascuna de les altres dues. 
 
Així doncs, el procés a seguir per l’usuari ha de ser el següent: 
 
El primer pas que l’usuari ha de seguir és executar Matlab, el qual al executar-se 
mostra les eines d’escriptori i totes les finestres de l’entorn de desenvolupament. 
Mitjançant la finestra de comandes, o bé un quadre de diàleg superior amb nom 
Current Directory:, l’usuari ha de seleccionar el directori de treball amb el que 
treballa, és a dir, al que Matlab ha de recórrer per a localitzar els arxius de 
programació de l’aplicació (Lògicament els arxius d’àudio que l’usuari vol emprar no 
cal que hi siguin dins d’aquesta carpeta, sí els predeterminats). Així doncs, l’usuari 
ha de seleccionar com a present directori aquella carpeta en la qual té inclosos tots 









Un cop l’usuari ja ha indicat a Matlab la carpeta a la qual ha de recórrer per a 
cercar els arxius de programació presents a l’aplicació, l’usuari ha d’executar ha 
d’executar la interfície gràfica que correspon a la pantalla inicial de l’aplicació, que 
esta representada a l’arxiu fx.fig. Això suposa doncs, que l’usuari només ha 
d’escriure a la finestra de comandes només fx. 
 
Si per exemple, l’usuari té emmagatzemats tots els arxius de programació de 
l’aplicació a una carpeta anomenada Processador Efectes situada dins d’una altra 
carpeta anomenada Archivos de Programa del disc dur, per executar l’aplicació, 
l’usuari ha d’indicar la ruta completa per escrit a Current Directory, o bé seleccionar 
la ruta a partir del botó del costat que conté tres punts. Posteriorment ha d’escriure 
la comanda fx a la finestra de comandes: 
 
 
Fig 89.: Aspecte de l’entorn de Matlab, quan per exemple l’usuari té els arxius de l’aplicació a 
una carpeta Procesador efectes dins d’Archivos de Programa del disc dur. Veiem com s’escriu 
la ruta completa a Current Directory, i s’executa fx a la finesta de comandes per carregar la 
interfície gràfica principal. 
 
Quan es carrega la interfície principal, es desplega doncs la interfície amb tots els 
botons que donen accés a cada efecte amb el que l’aplicació és capaç de treballar. 
L’usuari doncs, ha de pitjar un d’aquests botons en funció de l’efecte amb el que vol 
treballar, carregant-se així a l’aplicació la interfície corresponent a l’efecte. 
 
 





Un cop es selecciona l’efecte seleccionat, l’usuari ha de tenir ben clar si vol treballar 
amb simulacions a partir d’arxius ja enregistrats en un disc qualsevol, o amb 
senyals d’àudio que ell mateix generarà a partir de fonts d’àudio connectades al pc, 
com per exemple micròfons. 
 
És evident doncs que si l’usuari vol treballar amb senyals des de font d’àudio ha 
d’assegurar-se que els dispositius hardware d’entrada i de sortida de pc estan 
correctament connectats i encesos (micròfon i altaveus per exemple). 
 
Si l’usuari en canvi vol treballar amb arxius ja existents, ha de seleccionar l’arxiu 
(predeterminat, mitjançant un menu desplegable amb 3 opcions: So Instrumental: 
"guitar"; So Musical: "rock" o So de Veu: "vocal", o l’arxiu emmagatzemat en disc, 
fent click al boto "Examinar...".) dins de la interfície de l’efecte. 
 
Cal també doncs, que l’usuari doni els valors desitjats als paràmetres que les 
interfícies d’efectes corresponents permeten manipular mitjançant les diferents 
components gràfiques. Els paràmetres doncs, dins del mateix efecte són els 
mateixos tant per a simulacions des d’arxius, com per a simulacions des de font 
d’àudio. I es poden manipular lliurement en qualsevol ordre. En el cas de les 
simulacions des d’arxius, es poden manipular sense cap problema abans de 
seleccionar l’arxiu desitjat, però això si, sempre s’hauran de manipular abans de 
dur a terme les simulacions, ja que quan s’executen les simulacions, s’utilitzen els 
valors dels paràmetres actuals presents a la interfície gràfica de l’efecte. En el cas 
dels efectes de rang dinàmic compressor, expansor i envolvent, l’usuari a mesura 
que va variants els paràmetres va observant en una gràfica de suport 
representativa com varia el comportament de l’efecte a mesura que van variant els 
paràmetres. 
 
Un cop ja ha donat valors als paràmetres, i decidit sobre quin senyal vol treballar, 
l’usuari ha de pitjar al boto que dóna accés a Simulink carregant el model de 
l’efecte corresponent i del tipus de senyal sobre el que treballa corresponent. A la 
interfície de l’efecte l’usuari ha de pitjar sobre el botó Simulacio des de l’arxiu o 










Un cop es faci la simulació, l’usuari abans d’analitzar els resultats, pot modificar 
lliurement els paràmetres, seleccionar un altre arxiu, e inclòs treballar amb un altre 
tipus de simulacions i executar successives simulacions. 
 
Posteriorment, l’usuari pot analitzar els resultats de la simulació carregant 
gràficament a la interfície el senyal processat amb els paràmetres desitjats (en 
color vermell), pitjant al botó Actualitzar dades de la darrera simulacio. No 
s’actualitza la gràfica fins que l’usuari no pitja, amb el que l’usuari pot realitzar 
simulacions podent no representar gràficament els resultats, o variar paràmetres a 
l’hora que pot veure gràficament els resultats de la simulació amb els paràmetres 
anteriorment seleccionats a la simulació anterior. En el cas de simulacions sobre 
arxiu, en cada moment en que l’usuari seleccionava l’arxiu ja apareixia el senyal 
original en una gràfica superior (en blau). Ambdós senyals gràficament 
representats es poden reproduir i aturar quan es desitgi per l’usuari, cadascun amb 
els seus respectius botons de reproducció i d’aturada. 
 
Independentment del tipus de simulació escollida, l’usuari pot enregistrar en 
qualsevol moment el senyal obtingut de la darrera simulació mitjançant un botó de 
Guardar. 
 
Durant tot el procés per a executar cada efecte, en qualsevol moment l’usuari pot 
pitjar un botó situat a la part esquerra inferior que dóna accés a les ajudes per a 
l’efecte, on pot trobar el procés a seguir específic per a cada tipus de simulació per 
a cada efecte. 
 
 
5.2. CONTROL D’EXECUCIÓ:  
 
És evident doncs, que l’usuari ha de seguir un cert ordre per a dur a terme una 
execució de l’aplicació. Per això, en la programació de l’aplicació s’han considerat 
varis aspectes i emprat tècniques de programació que controlen que l’aplicació no 











Primerament, una de les grans claus ha estat agrupar l’aplicació en diferents 
interfícies, fet que permet guiar a l’usuari a executar les interfícies corresponents 
als efectes desitjats a partir de només fent click sobre botons que donen accés a 
elles. És a dir, només executar l’aplicació, la interfície principal ja agrupa 
visualment tots els efectes, amb un botó d’accés per a cada interfície en funció de 
l’efecte sobre el que treballar. L’aplicació ha de controlar doncs, que quan s’executi 
qualsevol interfície d’un efecte, que la interfície principal continui oberta per si es 
vol accedir a una altra corresponent a altre efecte. 
 
Dins de cada interfície de l’efecte, s’han situat visualment tots els components 
gràfics que l’usuari pot manipular, en funció de l’ordre en els que ha d’anar 
executant-los. És a dir, a la part superior esquerrar la selecció d’arxius (per si vol 
treballar sobre arxius existents, ha de seleccionar primer l’arxiu), a la part dreta els 
paràmetres. Ja més abaix a la part esquerra els dos botons que dónen accés a les 
simulacions, i ja a la part inferior tota la informació gràfica d’anàlisi de resultats, a 
l’esquerra la gràfica informativa de l’esquema genèric o de comportament de 
l’efecte, i a la part dreta les representacions gràfiques dels senyals amb els que es 
treballa, amb els seus respectius botons de control de reproducció, i per a guardar 
els resultats obtinguts. El botó que dóna accés a les ajudes, s’ha col·locat ja una 
mica aïllat visualment parlant, ja a la part dreta més inferior. 
 
També, l’aplicació en el moment en que en una interfície d’un efecte es volen 
carregar dades d’un senyal processat provinent d’una simulació quan encara no 
s’ha produït cap (és a dir, l’usuari pitja el botó Actualitzar dades de la darrera 
simulació abans de pitjar en qualsevol dels botons de simulació que dónen accés als 
models de Simulink), la interfície mostra una finestra pop-up d’avís (una interfície 
addicional avis.fig programada a avis.m) que dóna informació a l’usuari explicant-
li que abans de poder representar gràficament un arxiu i reproduir-lo, cal que porti 
a terme abans una simulació). 
 
Una altra tècnica emprada en aquest botó Actualitzar dades de la darrera simulació, 
és que en el cas de que es tracti de la primera simulació, és només quan es pitja 
quan es carreguen els botons de reproducció i de stop corresponent al senyal 
processat, a més del botó que permet guardar el senyal processat, ja que no té 
sentit que hi siguin presents si encara l’usuari no disposa de cap senyal processat ni 
de cap gràfica que el representi. 
 





Dins d’aquests botons de reproducció d’arxius, l’aplicació també controla que tots el 
paràmetres de reproducció (freqüència, bits, etc), han de correspondre amb el 
senyal actualment representat gràficament. És a dir, si per exemple, s’ha efectuat 
una simulació des d’un micròfon, i s’ha representat gràficament el senyal a la 
interfície, però immediatament després s’ha seleccionat un arxiu de disc, però 
encara no s’ha dut a terme la simulació amb aquest arxiu, en el moment de pitjar 
el botó de reproducció del senyal processat, l’aplicació ha de reproduïr el senyal 
processat obtingut de la simulació des de micròfon, a més del senyal adient, a la 
freqüència i bits adequats. 
 
L’aplicació controla també que a l’hora de definir els paràmetres aquests sempre 
estiguin dins d’uns intervals adequats (si van relacionats unes barres de selecció a 
quadres de text, aquests no poden rebre un valor major o menor que el rang que 
marca la barra), mostrant a l’usuari un avís d’error en el moment que els 
introdueixi de forma corrupta, éssent impossible doncs dur a terme qualsevol 
simulació si els paràmetres no tenen uns valors adequats. 
 
En alguns efectes, es controlen a més altres aspectes als paràmetres, no només el 
rang de valor. En el cas de l’efecte d’envolvent per exemple, en el moment 
d’introduir els intervals de temps dels punts que conformaran la corba d’envolvent, 
l’aplicació a de controlar no només que estiguin compressos entre 0 i 10 segons 
(que correspon a la durada de la simulació), sinó a més controlar que l’usuari no 
introdueixi cap valor igual entre dos instants, ja que no podem tenir un mateix 
instant de temps amb dos valors d’amplitud. A més, com cada instant de temps va 
relacionat amb un valor d’amplitud, l’aplicació ha de permetre que l’usuari pugui 
introduir els intervals de temps en desordre, i que els respectius valors d’amplitud 
també continuïn associats als seus respectius intervals de temps per a conformar 
correctament la corba d’envolvent. 
 
En el cas de les simulacions sobre arxius, si l’usuari vol recuperar un arxiu de disc 
per a treballar amb ells, l’aplicació només habilita a l’usuari a seleccionar un arxiu 
.wav, que és el format que admet. A l’hora de guardar el senyal processat a les 
simulacions (per a qualsevol tipus de simulació), l’aplicació també habilita a l’usuari 









5.3. DIFICULTATS TROBADES. SOLUCIONS I LIMITACIONS:  
 
En el present projecte, com en qualsevol altre, s’han anat trobant una sèrie de 
dificultats, tant en el disseny com en la seva implementació, fet que ha donat lloc a 
algunes modificacions a mesura que ha avançat el seu desenvolupament. També, 
degut a les eines emprades, l’aplicació també consta d’alguna limitació. 
 
Una primera dificultat va ser el disseny gràfic. A partir dels requeriments tècnics i 
objectius a assolir, que implicaven un gran número de funcionalitats, representades 
per components gràfics de forma molt guiada i integrar-ho tot a un mateix sistema, 
poden tenir una flexibilitat i un gran número de efectes amb els que treballar va ser 
dificultós sobretot en qüestions d’espai a les interfícies gràfiques, perquè dotar a les 
interfícies de molts elements resultava fer un disseny poc intuïtiu i complex per a 
l’usuari. 
 
Per aquest motiu, es va pensar en dividir l’aplicació en diferents interfícies (una per 
a cada efecte) controlades des d’una interfície principal, i incorporant a cadascuna 
d’elles una estructura comuna per a cada efecte, i ja els components necessaris per 
a dur a terme qualsevol dels dos tipus de simulació, per a agrupar dins de cada 
efecte totes les seves funcionalitats. 
 
Per aquest motiu, i per a aconseguir simplicitat per a l’usuari, s’ha emprat per dotar 
a cada efecte amb les components gràfiques corresponents als paràmetres bàsics, 
per a poder apreciar amb més certesa la seva influència i reduir el número de 
paràmetres a incloure en cada interfície. 
 
Una altra dificultat va ser a l’hora de treballar amb senyals des d’arxiu, diferenciar 
entre senyals estèreo i mono, que també per un tema de simplicitat de models, 
espai i resultats apreciables per a l’usuari, era més efectiu treballar només amb 
senyals amb un sol canal. Però òbviament, la aplicació també havia de ser capaç 
d’acceptar senyals estèreo de l’usuari. Per aquest motiu, el problema es va 











Els senyals predefinits ja són mono. Als senyals a seleccionar per l’usuari, en el 
moment que aquest pitja el botó Examinar... (això significa que vol seleccionar un 
arxiu), i selecciona l’arxiu, l’aplicació verifica si l’arxiu té 1 o 2 canals. Si té un 
canal, el deixa tal qual perquè ja és mono. Si l’arxiu té dos canals, es fa una 
conversió a mono fent un promig dels dos canals. 
 
Una altra dificultat trobada va ser la transferència de dades i variables entre Matlab 
i Simulink. I és que depenent del tipus de simulació a emprar, les dades es podien 
passar directament des de la programació en el fitxer de la interfície de l’efecte de 
Matlab a Simulink o no, degut a que en el cas de simulacions des de font d’àudio, 
Simulink ja conté un bloc capaç de capturar senyals externes, però no des d’arxiu. 
Per aquest motiu, es va idear recórrer a l’espai de treball per a simulacions des 
d’arxiu per a que Simulink capturés les variables necessàries des d’aquí per al bloc 
que s’encarregava de capturar el senyal. Un espai de treball al que es trasferien les 
dades desde el fitxer .m en el cas de treballar amb arxius seleccionats per l’usuari, i 
desde l’editor de propietats de model del propi Simulink en el cas d’arxius 
predeterminats (un model per a cada arxiu predeterminat amb el que l’aplicació ja 
era coneixedora dels paràmetres que s’havien de passar al bloc de captura de 
dades). 
 
En quant a les simulacions, una dificultat trobada és haver d’establir un temps de 
simulació fixe. Això limita l’aplicació a treballar sobre senyals de curta durada, ja 
que si les simulacions són de gran durada, l’excés de càlcul de Simulink sobretot 
sobre senyals amb gran número de mostres i de gran mostratge, implica a vegades 
un excés de càlcul que suposa un so un tant entretallat degut a la quantitat de 
càlcul que genera l’aplicació. Aquest temps fixe es va establir en 10 segons, que era 
un temps suficient per a treballar amb senyals curtes, i un valor per al qual les 
simulacions no patien massa excés de de sobrecàlcul en la seva part final en els 
casos extrems de senyals amb més bits i mostres. Una altra solució per a aquest 
sistema, seria orientar-lo per a executar-se sobre software molt potent i sofisticat, 
però el seu objectiu principal es totalment contradictori a això, ja que pretén abastir 
molt més usuaris i de caire menys professional. 
 
A la hora d’implementar les simulacions els principals problemes que sorgien eren 
de compatibilitat de dades, de tipus de dades, i de formats d’aquestes a la hora de 
connectar els blocs de Simulink entre ells, i rebre les dades des de Matlab. 
 





En el cas dels efectes Compressor i Expansor sorgien més complicacions degut a 
que els criteris de comportament es definien en dB, fet que implicava a fer 
conversions d’unitats i compatibilitzar-ho amb paràmetres addicionals dins de cada 
model de simulació. 
 
En el cas de l’envolvent, les dificultats van arribar en el moment de programar els 
paràmetres de simulació, controrar-los gràficament a més de trobar un bloc de 
Simulink que els captés. Es va optar per un bloc de Simulink que podia rebre 
parelles de vectors. Així doncs, en un vector s’introdueixen els instants de temps i 
en l’altre les amplituds. Però clar, l’usuari podia introduir en desordre gràfic els 
valors temporals i no podien ser cap d’ells iguals, fet que forçava a reordenar el 
vector temporal (amb el que calia reordenar de la mateixa manera el vector 
d’amplituds, però no pels seus valors, sinó aplicant la mateixa variacions de 
posicions que al vector temporal), i fet que implicava també a apilcar-ho de forma 
ordenada amb els valors corresponents d’amplitud a la representació gràfica de la 
interfícies de la corba d’envolvent. 
 
Un altre problema va sorgir a la hora d’aturar les reproduccions dels senyals, tant 
de l’original seleccionat com del resultant de la simulació. I és que primerament es 
va pensar en reproduïr mitjançant la funció matlab sound en la reproducció, que 
com són reproduccions independents, caldria temporitzar aquestes reproduccions 
per a poder aturar-les. Per això es va optar per utilitzar els mètodes d’audioplayer 
de matlab, i definir dos objectes de reproducció (que cal definir sempre abans de 
pitjar els botons de reproducció de les interfícies), per a ja poder reproduir i aturar-
los lliurement. 
 
Una limitació que presenta el sistema és a l’hora d’enregistrar els senyals 
processats, ja que s’empra una funció matlab en la programació del botó Guardar.. 
que enregistra les mostres de senyals amb determinades freqüències, bits i mostres 
en fitxers wav. No obstant, ho fa de forma normalitzada amb valors de mostres 
entre 0 i 1. Segons com es miri, una altra limitació podria ser la falta de formats 














6.1. RESULTATS OBTINGUTS:  
 
Els resultats obtinguts amb la realització d’aquest projecte, han complert totalment 
les expectatives creades a l’inici del mateix. S’ha aconseguit desenvolupar una 
aplicació que engloba un gran número d’efectes amb infinitat de paràmetres, de 
manera integrada en un entorn gràfic molt intuïtiu i senzill. A més, el sistema ha 
aconseguit dotar-se de la possibilitat de realitzar simulacions de forma molt visual i 
amb molt bons resultats. 
 
A més, s’ha aconseguit que el sistema sigui molt guiat, mitjançant la estructura 
dividida en interfícies amb estructures comunes per a cada efecte, i dotant-lo 
d’ajudes personalitzades per a cada efecte, unes ajudes que expliquen unes pautes 
i metodologia per a fer un bon ús del sistema. 
 
La possibilitat d’anàlisi que s’ha assolit és molt vàlida per a l’usuari, ja que l’usuari 
pot analitzar gràficament, i reproduir tants cops com vulgui els senyals amb els que 
treballa. 
 
El sistema també ha esdevingut ser eficient i ràpid, fet que s’ha aconseguit dividint 
la programació en interfícies, i cadascuna d’elles en varis components gràfics, als 
quals va associada una funció de programació. 
 
És una aplicació que a més de superar els objectius globals marcats, s’ha basat al 
cent per cent en els requeriments tècnics definits, controlant a més mitjançant la 
seva programació interna la correcta utilització de l’aplicació per part de l’usuari, i 















6.2. PERSPECTIVES DE FUTUR:  
 
Degut als resultats obtinguts, el Processador d’Efectes Virtual és doncs una 
aplicació amb la qual els usuaris podran treballar sobretot per aprendre nous 
coneixements i matisos sobre els efectes en el processat d’àudio, amb el que pot 
ser una aplicació emprada a l’àmbit docent. 
 
Pot ser una eina molt vàlida per a introduir-se en el món del processat del senyal 
d’àudio mitjançant els efectes, per a un usuari que desconeix per complert el tema, 
o bé com a suport docent, mostrant pràcticament que realment la teoria de produir 
efectes sobre àudio mitjançant esquemes digitals i tècniques de processat de senyal 
funciona amb qualsevol senyal, provingui d’on provingui. 
 
És una eina doncs que doncs al futur podria ampliar-se, si es vol professionalitzar 
més el seu ús, dotant al sistema de més efectes, cadascun d’ells amb més 
paràmetres configurables, o admetent per exemple més formats d’arxius i poder 
enregistrar-los en formats comprimits. És a dir, en el present projecte no té sentit 
sofisticar en excés el seu contingut, perquè això s’allunyaria de l’objectiu de fer un 
sistema simple i bàsic, però el present projecte, pot servir com a base de posteriors 
projectes que també treballin amb processat d’àudio. 
 
 
6.3. RESULTATS OBTINGUTS A NIVELL PERSONAL:  
 
A nivell personal, la realització del present projecte ha estat molt satisfactòria i 
enriquidora en molts aspectes, tant a nivell personal com professional. 
 
M’ha aportat adoptar una metodologia de treball, ja que per la durada, és un 
projecte que requereix d’una divisió en fases, planificació temporal, i seguir un 
ordre correcte. A més, m’ha aportat pràctica en la redacció de documentació 
tècnica. 
 
El fet d’haver treballat amb els sistemes descrits en el present projecte, també 
m’ha aportat coneixements tècnics molt importants. I és què, m’ha ajudat sobretot 








Però sobretot, a descobrir i treballar amb sistemes de simulacions a temps real com 
Simulink, i treballar amb interfícies gràfiques mitjançant l’entorn de 
desenvolupament de Matlab GUIDE, i programar les interfícies no de manera 
seqüencial, sinó mitjançant callbacks i estructures handles. 
 
Ha estat totalment profitós el fet de treballar amb un sistema que combina tant 
programació gràfica com simulacions a temps real, podent aconseguir així 
programar un sistema que sigui capaç d’englobar dos softwares diferents. 
 
En resum, considero totalment imprescindible la realització del present projecte 
com a complement de la carrera, no només per a aplicar coneixements adquirits 
durant aquesta, sinó sobretot per la tasca de desenvolupament a partir dels 
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Degut a la comuna estructura que presenten les diferents interfícies gràfiques dels 
diferents efectes que constitueixen l’aplicació, a continuació es mostra la 
implementació del codi d’una de les onze d’aquestes interfícies gràfiques, és a dir, 
el contingut de l’arxiu .m de matlab que és on resideix aquesta programació. En 
concret, es mostra la implementació de la interfície de l’efecte de rang dinàmic, 
compressor. És una interfície dissenyada a l’arxiu compressorfx.fig, amb el que a 
continuació es mostra l’arxiu que programa aquest disseny, compressorfx.m, que 
conté doncs tota la programació de totes les funcions callback cadascuna associada 
a un component gràfic present a l’arxiu compressorfx.fig.: 
 
 
¾ IMPLEMENTACIÓ DEL CODI DE COMPRESSORFX.M:  
 
function varargout = compressorfx(varargin) 
% COMPRESSORFX M-file for compressorfx.fig 
%      COMPRESSORFX, by itself, creates a new COMPRESSORFX or raises the 
existing 
%      singleton*. 
% 
%      H = COMPRESSORFX returns the handle to a new COMPRESSORFX or the handle 
to 
%      the existing singleton*. 
% 
%      COMPRESSORFX('CALLBACK',hObject,eventData,handles,...) calls the local 
%      function named CALLBACK in COMPRESSORFX.M with the given input 
arguments. 
% 
%      COMPRESSORFX('Property','Value',...) creates a new COMPRESSORFX or 
raises the 
%      existing singleton*.  Starting from the left, property value pairs are 
%      applied to the GUI before compressorfx_OpeningFunction gets called.  An 
%      unrecognized property name or invalid value makes property application 
%      stop.  All inputs are passed to compressorfx_OpeningFcn via varargin. 
% 
%      *See GUI Options on GUIDE's Tools menu.  Choose "GUI allows only one 
%      instance to run (singleton)". 
% 
% See also: GUIDE, GUIDATA, GUIHANDLES 
 
% Edit the above text to modify the response to help compressorfx 
 
% Last Modified by GUIDE v2.5 09-Dec-2005 15:35:59 
 
% Begin initialization code - DO NOT EDIT 
gui_Singleton = 1; 
gui_State = struct('gui_Name',       mfilename, ... 
                   'gui_Singleton',  gui_Singleton, ... 
                   'gui_OpeningFcn', @compressorfx_OpeningFcn, ... 
                   'gui_OutputFcn',  @compressorfx_OutputFcn, ... 
 
 




                   'gui_LayoutFcn',  [] , ... 
                   'gui_Callback',   []); 
if nargin & isstr(varargin{1}) 
    gui_State.gui_Callback = str2func(varargin{1}); 
end 
if nargout 
    [varargout{1:nargout}] = gui_mainfcn(gui_State, varargin{:}); 
else 
    gui_mainfcn(gui_State, varargin{:}); 
end 




% --- Executes just before compressorfx is made visible. 
function compressorfx_OpeningFcn(hObject, eventdata, handles, varargin) 
% This function has no output args, see OutputFcn. 
% hObject    handle to figure 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
% varargin   command line arguments to compressorfx (see VARARGIN) 
handles.Option_select = 1; 
handles.variable=1; 
handles.nomarxiu='a'; 
handles.guitar = wavread('guitar.wav'); 
handles.rock = wavread('rock.wav'); 
handles.vocal = wavread('vocal.wav'); 






set(handles.editdadesfrec,'String',num2str(fs));     
set(handles.editdadesbits,'String',num2str(nbits));   
axes(handles.axes1); 
plot(handles.current_data) 
axis([0 long -1 1]); 
set(handles.axes1,'Visible','off'); 
play = imread(['.\imatges\','play.jpg']); %Llegeix la imatge 
set(handles.playin,'Cdata',play); 
set(handles.playout,'Cdata',play); 
stop = imread(['.\imatges\','stop.jpg']); %Llegeix la imatge 
set(handles.stopin,'Cdata',stop); 
set(handles.stopout,'Cdata',stop); 


































% Choose default command line output for compressorfx 
handles.output = hObject; 
% Update handles structure 
guidata(hObject, handles); 





% --- Outputs from this function are returned to the command line. 
function varargout = compressorfx_OutputFcn(hObject, eventdata, handles) 
% varargout  cell array for returning output args (see VARARGOUT); 
% hObject    handle to figure 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
% Get default command line output from handles structure 




% --- Executes on button press in botosimulaciomic. 
function botosimulaciomic_Callback(hObject, eventdata, handles) 
% hObject    handle to botosimulaciomic (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 







%Executem el model de Simulink     
compressormic;  
%Passem els parametres als blocs de Simulink 
factorprevi = get(handles.factor,'Value')+1; 
factorprevi= (round(factorprevi*100)) / 100 
factor=1/factorprevi; 
set_param('compressormic/Escalat2','Gain',num2str(factor)); 
llindar = round(get(handles.llindar,'Value'))-50; 
set_param('compressormic/Constant1','value',num2str(llindar)); 
set_param('compressormic/Constant2','value',num2str(llindar)); 





% --- Executes during object creation, after setting all properties. 
function menuarxius_CreateFcn(hObject, eventdata, handles) 
% hObject    handle to menuarxius (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    empty - handles not created until after all CreateFcns called 
% Hint: popupmenu controls usually have a white background on Windows. 
%       See ISPC and COMPUTER. 
if ispc 
    set(hObject,'BackgroundColor','white'); 
else 
    set(hObject,'BackgroundColor',get(0,'defaultUicontrolBackgroundColor')); 
end 
 





% --- Executes on selection change in menuarxius. 
function menuarxius_Callback(hObject, eventdata, handles) 
% hObject    handle to menuarxius (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
% Hints: contents = get(hObject,'String') returns menuarxius contents as cell 
array 




    case 'guitar' 
      handles.current_data = handles.guitar; 
      [x,fs,nbits]=wavread('guitar.wav'); 
      handles.p=audioplayer(handles.current_data,fs) 
      long=length(x); 
      set(handles.editnomarxiu,'String','guitar.wav'); 
      set(handles.editdadesarxiu,'String',num2str(long)); 
      set(handles.editdadesfrec,'String',num2str(fs));     
      set(handles.editdadesbits,'String',num2str(nbits));  
      handles.Option_select = 1;    
      axes(handles.axes1); 
      plot(handles.current_data) 
      axis([0 long -1 1]); 
      set(handles.axes1,'Visible','off'); 
      axes(handles.axes2); 
      plot(handles.variable) 
      set(handles.axes2,'Visible','off');     
      set(handles.playout,'Visible','off'); 
      set(handles.stopout,'Visible','off'); 
      set(handles.botoguardar,'Visible','off'); 
 
    case 'rock' 
      handles.current_data = handles.rock; 
      [x,fs,nbits]=wavread('rock.wav'); 
      handles.p=audioplayer(handles.current_data,fs) 
      long=length(x); 
      set(handles.editnomarxiu,'String','rock.wav'); 
      set(handles.editdadesarxiu,'String',num2str(long)); 
      set(handles.editdadesfrec,'String',num2str(fs));     
      set(handles.editdadesbits,'String',num2str(nbits));  
      handles.Option_select = 2; 
      axes(handles.axes1); 
      plot(handles.current_data) 
      axis([0 long -1 1]); 
      set(handles.axes1,'Visible','off'); 
      axes(handles.axes2); 
      plot(handles.variable) 
      set(handles.axes2,'Visible','off');       
      set(handles.playout,'Visible','off'); 
      set(handles.stopout,'Visible','off'); 
      set(handles.botoguardar,'Visible','off'); 
       
    case 'vocal' 
      handles.current_data = handles.vocal; 
      [x,fs,nbits]=wavread('vocal.wav'); 
      handles.p=audioplayer(handles.current_data,fs) 
      long=length(x); 
      set(handles.editnomarxiu,'String','vocal.wav'); 
      set(handles.editdadesarxiu,'String',num2str(long)); 
      set(handles.editdadesfrec,'String',num2str(fs));     
      set(handles.editdadesbits,'String',num2str(nbits));  
      handles.Option_select = 3; 
      axes(handles.axes1); 
       
 






      axis([0 long -1 1]); 
      set(handles.axes1,'Visible','off'); 
      axes(handles.axes2); 
      plot(handles.variable) 
      set(handles.axes2,'Visible','off');     
      set(handles.playout,'Visible','off'); 
      set(handles.stopout,'Visible','off'); 







% --- Executes on button press in botosimulacioarxius. 
function botosimulacioarxius_Callback(hObject, eventdata, handles) 
% hObject    handle to botosimulacioarxius (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
handles.simarxiu=1 
    axes(handles.axes2); 
    plot(handles.variable) 
    set(handles.axes2,'Visible','off'); 
    set(handles.stopout,'Visible','off'); 
    set(handles.playout,'Visible','off'); 
    set(handles.botoguardar,'Visible','off'); 
 
if  handles.Option_select == 0;         
    %Executem el model de Simulink    
    compressorarxiu; 
    %Passem els parametres als blocs de Simulink 
    factorprevi = get(handles.factor,'Value')+1; 
    factorprevi= (round(factorprevi*100)) / 100; 
    factor=1/factorprevi; 
    set_param('compressorarxiu/Escalat2','Gain',num2str(factor));    
    llindar = round(get(handles.llindar,'Value'))-50; 
    set_param('compressorarxiu/Constant1','value',num2str(llindar)); 
    set_param('compressorarxiu/Constant2','value',num2str(llindar)); 
set_param('compressorarxiu/Detector de llindar','Threshold',num2str(llindar)); 
end 
 
if  handles.Option_select == 1;        
    %Executem el model de Simulink   
    compressorarxiuguitar; 
    %Passem els parametres als blocs de Simulink 
    factorprevi = get(handles.factor,'Value')+1; 
    factorprevi= (round(factorprevi*100)) / 100; 
    factor=1/factorprevi; 
    set_param('compressorarxiuguitar/Escalat2','Gain',num2str(factor));  
    llindar = round(get(handles.llindar,'Value'))-50; 
    set_param('compressorarxiuguitar/Constant1','value',num2str(llindar)); 
    set_param('compressorarxiuguitar/Constant2','value',num2str(llindar)); 
set_param('compressorarxiuguitar/Detector de llindar','Threshold', 
num2str(llindar));     
end 
 
if  handles.Option_select == 2;        
    %Executem el model de Simulink     
    compressorarxiurock; 
    %Passem els parametres als blocs de Simulink 
    factorprevi = get(handles.factor,'Value')+1; 
    factorprevi= (round(factorprevi*100)) / 100; 
    factor=1/factorprevi; 
    set_param('compressorarxiurock/Escalat2','Gain',num2str(factor)); 
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    llindar = round(get(handles.llindar,'Value'))-50; 
    set_param('compressorarxiurock/Constant1','value',num2str(llindar)); 
    set_param('compressorarxiurock/Constant2','value',num2str(llindar)); 
set_param('compressorarxiurock/Detector de llindar','Threshold', 
num2str(llindar));         
end 
 
if  handles.Option_select == 3;       
    %Executem el model de Simulink 
    compressorarxiuvocal; 
    %Passem els parametres als blocs de Simulink 
    factorprevi = get(handles.factor,'Value')+1; 
    factorprevi= (round(factorprevi*100)) / 100; 
    factor=1/factorprevi; 
    set_param('compressorarxiuvocal/Escalat2','Gain',num2str(factor)); 
    llindar = round(get(handles.llindar,'Value'))-50; 
    set_param('compressorarxiuvocal/Constant1','value',num2str(llindar)); 
    set_param('compressorarxiuvocal/Constant2','value',num2str(llindar)); 
set_param('compressorarxiuvocal/Detector de llindar','Threshold', 






% --- Executes during object creation, after setting all properties. 
function editdadesarxiu_CreateFcn(hObject, eventdata, handles) 
% hObject    handle to editdadesarxiu (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    empty - handles not created until after all CreateFcns called 
% Hint: edit controls usually have a white background on Windows. 
%       See ISPC and COMPUTER. 
if ispc 
    set(hObject,'BackgroundColor','white'); 
else 





function editdadesarxiu_Callback(hObject, eventdata, handles) 
% hObject    handle to editdadesarxiu (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
% Hints: get(hObject,'String') returns contents of editdadesarxiu as text 
%        str2double(get(hObject,'String')) returns contents of editdadesarxiu 
as a double 
if handles.Option_select==0 
      x=handles.arxiu; 
      long=length(x); 
      set(handles.editdadesarxiu,'String',num2str(long));    
end 
if handles.Option_select==1 
      [x,fs,nbits]=wavread('guitar.wav'); 
      long=length(x); 
      set(handles.editdadesarxiu,'String',num2str(long));    
end 
if handles.Option_select==2 
      [x,fs,nbits]=wavread('rock.wav'); 
      long=length(x); 
      set(handles.editdadesarxiu,'String',num2str(long));    
end 
if handles.Option_select==3 
      [x,fs,nbits]=wavread('vocal.wav'); 
      long=length(x); 
      set(handles.editdadesarxiu,'String',num2str(long));     
end 
 





% --- Executes during object creation, after setting all properties. 
function editdadesfrec_CreateFcn(hObject, eventdata, handles) 
% hObject    handle to editdadesfrec (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    empty - handles not created until after all CreateFcns called 
% Hint: edit controls usually have a white background on Windows. 
%       See ISPC and COMPUTER. 
if ispc 
    set(hObject,'BackgroundColor','white'); 
else 





function editdadesfrec_Callback(hObject, eventdata, handles) 
% hObject    handle to editdadesfrec (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
% Hints: get(hObject,'String') returns contents of editdadesfrec as text 
%        str2double(get(hObject,'String')) returns contents of editdadesfrec 
as a double 
if handles.Option_select==0 
     
      fs=evalin('base','fs'); 
      set(handles.editdadesfrec,'String',num2str(fs));    
end 
if handles.Option_select==1 
      [x,fs,nbits]=wavread('guitar.wav'); 
      set(handles.editdadesfrec,'String',num2str(fs));    
end 
if handles.Option_select==2 
      [x,fs,nbits]=wavread('rock.wav'); 
      set(handles.editdadesfrec,'String',num2str(fs));   
end 
if handles.Option_select==3 
      [x,fs,nbits]=wavread('vocal.wav'); 





% --- Executes during object creation, after setting all properties. 
function editdadesbits_CreateFcn(hObject, eventdata, handles) 
% hObject    handle to editdadesbits (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    empty - handles not created until after all CreateFcns called 
% Hint: edit controls usually have a white background on Windows. 
%       See ISPC and COMPUTER. 
if ispc 
    set(hObject,'BackgroundColor','white'); 
else 





function editdadesbits_Callback(hObject, eventdata, handles) 
% hObject    handle to editdadesbits (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
% Hints: get(hObject,'String') returns contents of editdadesbits as text 
%        str2double(get(hObject,'String')) returns contents of editdadesbits 










      nbits=evalin('base','nbits'); 
      set(handles.editdadesbits,'String',num2str(nbits));    
end 
if handles.Option_select==1 
      [x,fs,nbits]=wavread('guitar.wav'); 
      set(handles.editdadesbits,'String',num2str(nbits));    
end 
if handles.Option_select==2 
      [x,fs,nbits]=wavread('rock.wav'); 
      set(handles.editdadesbits,'String',num2str(nbits));    
end 
if handles.Option_select==3 
      [x,fs,nbits]=wavread('vocal.wav'); 




% --- Executes on button press in examinar. 
function examinar_Callback(hObject, eventdata, handles) 
% hObject    handle to examinar (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
    handles.Option_select = 0; 
    [nomarxiu,pathname]=uigetfile('*.wav','Selecciona un arxiu .wav') 
    if (nomarxiu~=0)   
     rutaarxiu=[pathname,nomarxiu]; 
     [arxiu,fs,nbits]=wavread(rutaarxiu); 
     assignin('base','input',arxiu); 
     assignin('base','fs',fs); 
     assignin('base','nbits',nbits); 
    handles.arxiu=wavread(rutaarxiu); 
    handles.nomarxiu=nomarxiu; 
    arxiu=wavread(rutaarxiu); 
     tam=size(arxiu); 
    canals=tam(2); 
     if canals==1 
        %L'arxiu es mono 
        handles.current_data = handles.arxiu; 
     else  
        %L'arxiu es estereo, el passem a mono per a la representacio 
        %grafica       
        mono=arxiu(:,1); 
        mono=mono+arxiu(:,2); 
        mono=mono./2; 
        handles.current_data=mono; 
        assignin('base','input',mono); 
     end 
      long=length(arxiu); 
      set(handles.editnomarxiu,'String',nomarxiu); 
      set(handles.editdadesarxiu,'String',num2str(long)); 
      set(handles.editdadesfrec,'String',num2str(fs));     
      set(handles.editdadesbits,'String',num2str(nbits));   
      axes(handles.axes1);  
      plot(handles.current_data) 
      axis([0 long -1 1]); 
      set(handles.axes1,'Visible','off'); 
      axes(handles.axes2); 
      plot(handles.variable) 
      set(handles.axes2,'Visible','off'); 
      set(handles.playout,'Visible','off'); 
      set(handles.stopout,'Visible','off'); 
      set(handles.botoguardar,'Visible','off'); 
  end 
  handles.p=audioplayer(handles.current_data,fs) 
  guidata(hObject,handles); 
 





% --- Executes during object creation, after setting all properties. 
function editnomarxiu_CreateFcn(hObject, eventdata, handles) 
% hObject    handle to editnomarxiu (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    empty - handles not created until after all CreateFcns called 
% Hint: edit controls usually have a white background on Windows. 
%       See ISPC and COMPUTER. 
if ispc 
    set(hObject,'BackgroundColor','white'); 
else 





function editnomarxiu_Callback(hObject, eventdata, handles) 
% hObject    handle to editnomarxiu (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
% Hints: get(hObject,'String') returns contents of editnomarxiu as text 
%        str2double(get(hObject,'String')) returns contents of editnomarxiu as 
a double 
 if handles.Option_select==0 
      nomarxiu=handles.nomarxiu; 
      set(handles.editnomarxiu,'String',nomarxiu);    
end 
if handles.Option_select==1 
      set(handles.editnomarxiu,'String','guitar.wav');    
end 
if handles.Option_select==2 
      set(handles.editnomarxiu,'String','rock.wav');    
end 
if handles.Option_select==3 





% --- Executes on button press in botohelp. 
function botohelp_Callback(hObject, eventdata, handles) 
% hObject    handle to botohelp (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 





% --- Executes on button press in grafica. 
function grafica_Callback(hObject, eventdata, handles) 
% hObject    handle to grafica (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 






    avis; 
end; 
handles.pulsatgrafica=1; 




        if handles.simarxiu==1   %si la simulacio es des d'arxiu: 
 




            fs=evalin('base','fs'); 
            senyalsortida=evalin('base','output'); 
            handles.p2=audioplayer(senyalsortida,fs) 
            out=evalin('base','output'); 
            longnum=length(out); 
            axis([0 longnum  -1 1]);   
        else %si es des de font 
            fs=8000; 
            senyalsortida=evalin('base','output'); 
            handles.p2=audioplayer(senyalsortida,fs) 
            axis([0 80000 -1 1]); 






% --- Executes on button press in playin. 
function playin_Callback(hObject, eventdata, handles) 
% hObject    handle to playin (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 





% --- Executes on button press in playout. 
function playout_Callback(hObject, eventdata, handles) 
% hObject    handle to playout (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
if handles.pulsatgrafica==0 
    var=evalin('base','output'); 
    handles.output=var; 
    axes(handles.axes2); 
    plot(handles.output,'r') 
    set(handles.axes2,'Visible','off'); 
end   
var=evalin('base','output'); 
if (var ~= 1) 





% --- Executes on button press in stopin. 
function stopin_Callback(hObject, eventdata, handles) 
% hObject    handle to stopin (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 





% --- Executes on button press in stopout. 
function stopout_Callback(hObject, eventdata, handles) 
% hObject    handle to stopout (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 





% --- Executes on button press in botoguardar. 
function botoguardar_Callback(hObject, eventdata, handles) 
% hObject    handle to botoguardar (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
 





% handles    structure with handles and user data (see GUIDATA) 
    [nomarxiu,pathname]=uiputfile('*.wav','Guardar el fitxer .wav com...') 
    if (nomarxiu~=0) 
      rutaarxiu=[pathname,nomarxiu];   
      arxiu=evalin('base','output'); 
      fs=evalin('base','fs'); 
      nbits=evalin('base','nbits'); 
      wavwrite(arxiu,fs,nbits,rutaarxiu); 




% --- Executes during object creation, after setting all properties. 
function factor_CreateFcn(hObject, eventdata, handles) 
% hObject    handle to factor (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    empty - handles not created until after all CreateFcns called 
% Hint: slider controls usually have a light gray background, change 
%       'usewhitebg' to 0 to use default.  See ISPC and COMPUTER. 
usewhitebg = 1; 
if usewhitebg 
    set(hObject,'BackgroundColor',[.9 .9 .9]); 
else 





% --- Executes on slider movement. 
function factor_Callback(hObject, eventdata, handles) 
% hObject    handle to factor (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
% Hints: get(hObject,'Value') returns position of slider 
%        get(hObject,'Min') and get(hObject,'Max') to determine range of 
slider 
factorreal=get(handles.factor,'Value')+1; 




















% --- Executes during object creation, after setting all properties. 
function editfactor_CreateFcn(hObject, eventdata, handles) 
% hObject    handle to editfactor (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    empty - handles not created until after all CreateFcns called 
% Hint: edit controls usually have a white background on Windows. 
%       See ISPC and COMPUTER. 
if ispc 
    set(hObject,'BackgroundColor','white'); 
 










function editfactor_Callback(hObject, eventdata, handles) 
% hObject    handle to editfactor (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
% Hints: get(hObject,'String') returns contents of editfactor as text 
%        str2double(get(hObject,'String')) returns contents of editfactor as a 
double 
val = str2double(get(handles.editfactor,'String')); 
if isnumeric(val) & length(val)==1 & ... 
    val >= get(handles.factor,'Min')+1 & ... 
    val <= get(handles.factor,'Max')+1 
    set(handles.factor,'Value',val-1); 
    llindarreal= get(handles.llindar,'Value')-50; 
axes(handles.axes3); 
cla;     
set(handles.axes3,'XLim',[-50 0]); 










set(get(gca,'YLabel'),'String','Sortida')   
else 
    set(handles.editfactor,'String',... 





% --- Executes during object creation, after setting all properties. 
function llindar_CreateFcn(hObject, eventdata, handles) 
% hObject    handle to llindar (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    empty - handles not created until after all CreateFcns called 
% Hint: slider controls usually have a light gray background, change 
%       'usewhitebg' to 0 to use default.  See ISPC and COMPUTER. 
usewhitebg = 1; 
if usewhitebg 
    set(hObject,'BackgroundColor',[.9 .9 .9]); 
else 





% --- Executes on slider movement. 
function llindar_Callback(hObject, eventdata, handles) 
% hObject    handle to llindar (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
% Hints: get(hObject,'Value') returns position of slider 





























% --- Executes during object creation, after setting all properties. 
function editllindar_CreateFcn(hObject, eventdata, handles) 
% hObject    handle to editllindar (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    empty - handles not created until after all CreateFcns called 
% Hint: edit controls usually have a white background on Windows. 
%       See ISPC and COMPUTER. 
if ispc 
    set(hObject,'BackgroundColor','white'); 
else 





function editllindar_Callback(hObject, eventdata, handles) 
% hObject    handle to editllindar (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
% Hints: get(hObject,'String') returns contents of editllindar as text 
%        str2double(get(hObject,'String')) returns contents of editllindar as 
a double 
val = str2double(get(handles.editllindar,'String')); 
if isnumeric(val) & length(val)==1 & ... 
    val >= get(handles.llindar,'Min')-50 & ... 
    val <= get(handles.llindar,'Max')-50 
    set(handles.llindar,'Value',val+50);   
    factorreal= get(handles.factor,'Value')+1;   
axes(handles.axes3); 
cla;     
set(handles.axes3,'XLim',[-50 0]); 










set(get(gca,'YLabel'),'String','Sortida')     
else 
    set(handles.editllindar,'String',... 









% --- Executes on button press in aument10db. 
function aument10db_Callback(hObject, eventdata, handles) 
% hObject    handle to aument10db (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
valordb = str2double(get(handles.editllindar,'String')); 
valorsumat=valordb+10 
if valorsumat >= get(handles.llindar,'Min')-50 & ... 
   valorsumat <= get(handles.llindar,'Max')-50  
    set(handles.llindar,'Value',valorsumat+50); 
    set(handles.editllindar,'String',... 
    num2str(valorsumat)) 
factorreal= get(handles.factor,'Value')+1; 
set(handles.axes3,'XLim',[-50 0]); 














    set(handles.editllindar,'String',... 





% --- Executes on button press in aument6db. 
function aument6db_Callback(hObject, eventdata, handles) 
% hObject    handle to aument6db (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
valordb = str2double(get(handles.editllindar,'String')); 
valorsumat=valordb+6 
if valorsumat >= get(handles.llindar,'Min')-50 & ... 
   valorsumat <= get(handles.llindar,'Max')-50 
    set(handles.llindar,'Value',valorsumat+50); 
    set(handles.editllindar,'String',... 
    num2str(valorsumat))  
factorreal= get(handles.factor,'Value')+1; 
set(handles.axes3,'XLim',[-50 0]); 














    set(handles.editllindar,'String',... 









% --- Executes on button press in aument3db. 
function aument3db_Callback(hObject, eventdata, handles) 
% hObject    handle to aument3db (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
valordb = str2double(get(handles.editllindar,'String')); 
valorsumat=valordb+3 
if valorsumat >= get(handles.llindar,'Min')-50 & ... 
   valorsumat <= get(handles.llindar,'Max')-50  
    set(handles.llindar,'Value',valorsumat+50); 
    set(handles.editllindar,'String',... 
    num2str(valorsumat)) 
factorreal= get(handles.factor,'Value')+1; 
set(handles.axes3,'XLim',[-50 0]); 












set(get(gca,'YLabel'),'String','Sortida')    
else 
    set(handles.editllindar,'String',... 





% --- Executes on button press in reduccio10db. 
function reduccio10db_Callback(hObject, eventdata, handles) 
% hObject    handle to reduccio10db (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
valordb = str2double(get(handles.editllindar,'String')); 
valorrestat=valordb-10 
if valorrestat >= get(handles.llindar,'Min')-50 & ... 
   valorrestat <= get(handles.llindar,'Max')-50  
    set(handles.llindar,'Value',valorrestat+50); 
    set(handles.editllindar,'String',... 
    num2str(valorrestat)) 
factorreal= get(handles.factor,'Value')+1; 
set(handles.axes3,'XLim',[-50 0]); 














    set(handles.editllindar,'String',... 









% --- Executes on button press in reduccio6db. 
function reduccio6db_Callback(hObject, eventdata, handles) 
% hObject    handle to reduccio6db (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
valordb = str2double(get(handles.editllindar,'String')); 
valorrestat=valordb-6 
if valorrestat >= get(handles.llindar,'Min')-50 & ... 
   valorrestat <= get(handles.llindar,'Max')-50  
    set(handles.llindar,'Value',valorrestat+50); 
    set(handles.editllindar,'String',... 
    num2str(valorrestat)) 
factorreal= get(handles.factor,'Value')+1; 
set(handles.axes3,'XLim',[-50 0]); 












set(get(gca,'YLabel'),'String','Sortida')    
else 
    set(handles.editllindar,'String',... 





% --- Executes on button press in reduccio3db. 
function reduccio3db_Callback(hObject, eventdata, handles) 
% hObject    handle to reduccio3db (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
valordb = str2double(get(handles.editllindar,'String')); 
valorrestat=valordb-3 
if valorrestat >= get(handles.llindar,'Min')-50 & ... 
   valorrestat <= get(handles.llindar,'Max')-50  
    set(handles.llindar,'Value',valorrestat+50); 
    set(handles.editllindar,'String',... 
    num2str(valorrestat))    
factorreal= get(handles.factor,'Value')+1; 
set(handles.axes3,'XLim',[-50 0]); 














    set(handles.editllindar,'String',... 









% --- Executes on button press in botolimitador. 
function botolimitador_Callback(hObject, eventdata, handles) 
% hObject    handle to botolimitador (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
valordb = str2double(get(handles.editllindar,'String')); 
if valordb >= get(handles.llindar,'Min')-50 & ... 
   valordb <= get(handles.llindar,'Max')-50 
    set(handles.llindar,'Value',valordb+50); 
















set(get(gca,'YLabel'),'String','Sortida')     
else 
    set(handles.editllindar,'String',... 
    ['Error']); 
end 
 
 
 
