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〔概要〕
　作業の実行に有限のリソースを一定量必要とするプロジェクトスケジュー
リング問題は、資源制約付きプロジェクトスケジューリング問題（RCPSP と
称される）と呼ばれている。この問題は、その作業に付属する様々な属性を
リソース制約と見なせば、多くのスケジューリング問題を解決できる汎用モ
デルととらえることができる。我々は、RCPSP を解決することができる汎用
プロジェクトソルバー SEES を開発し、幾つかの問題に適用してきた。一方
スケジューリング問題では、その制約条件の性質の多様性から、RCPSP の
リソース制約に帰着できないような問題も多い。SEES が、より多くのスケ
ジューリング問題へ低コストで対応できるソルバーとなるためには、それら
制約の充足機能や、追加・削除を容易に行えるような枠組みを有することが
重要になってくる。
　そこで今回の研究では、特にシフトスケジューリングを中心として、
RCPSP のリソース制約に帰着できないような制約を調査し、それら制約を絶
対制約・考慮制約として取り扱うことができる充足計算方法や、追加・削除
を容易に行えるような枠組みを SEES でどのように実現すべきかについて考
えてみる。
　以下2章では対象制約条件の分析を行い、どのような制約がリソース制約
に帰着できないのかを示し、それらをリソースの消費方法という新しい制約
で表現することを考える。続いて3章で、その基本的な実現方法を、4章で
SEES に実装するための基本設計を行う。
44
Key Word： 考慮制約、ソフト制約、プロジェクトスケジューリング、RCPSP、
汎用スケジューラ
1．はじめに
　一般にスケジューリング問題では、多くの作業に対して、さまざまな制約
条件を充足させ、実施時刻を割り当てなければならない。身の回りにも、人
員の勤務スケジュールや生産計画、交通機関の運行など多くの問題が存在し
ており、充足させるべき制約の性質も多様なものが多い。また、その制約の
充足方法に関しても、必ず充足させなければならない場合と、できるだけ充
足させたい場合の2種類が存在する。前者は、ハード制約あるいは絶対制約、
後者はソフト制約、あるいは考慮制約などと称される。
　計画の作成は、特に小規模な組織であるほど人手で行われることが多くな
ると言われている [1]。しかも作成者は、本来業務とは別にスケジュールを
立案しなければならないことも多く、その計画作成に対する作業負担は決し
て軽微なものではない。このようなスケジューリング問題に対しては、コン
ピュータによる自動化が望まれているが、先述の制約の性質の多様さや考慮
方法の違いなどから自動化はオーダーメイドになりがちであり、そのため開
発には多大なコストが必要となる場合が多い。
　このような背景から、低コストで多くの問題に適用できる汎用性を持ち、
良質な解を短時間で求めることができるスケジューリングソルバーへの期待
は大きいものになる。我々は、汎用性を考慮し RCPSP/τ（Resource-Constrained 
Project Scheduling Problems with time-dependent）をモデルとしたプロジェクト
スケジューラ SEES（Scheduling Expert Engine System）を開発し、シフトスケ
ジューリングや時間割りの作成などの実問題へ適用し、一定の成果を上げて
きた [2,3,4,5]。
　しかし、これら研究の中で本ソルバーを更に広い問題に適用できるように
するためには、RCPSP のリソース制約に帰着できないような制約条件への対
応機能と、あわせて考慮制約への対応が重要な課題となってきた。
　そこで、今回の研究では、特にシフトスケジューリングを中心として、リ
ソース制約に帰着できないような制約を調査し、それら制約を絶対・考慮制
約として取り扱うことができる充足計算方法や、追加・削除を容易に行える
ような枠組みを SEES に与えるためにどのようにすればよいのかについて考
察する。
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2．対象制約についての分析
2.1 拡張型RCPSP/τの制約条件
　我々が用いている拡張型 RCPSP/τは0-1変数を用いて次の様に定式化でき
る [6]。なお、目的関数は総所要時間最小化として記しているが、ユーザー定
義により変更が可能である。
J={0,1,2,3...,j,...,J,J+1}：全ての作業の集合
T={0,1,2,3...,t,...,T}：すべてのスケジュール時刻の集合
K={0,1,2,3,...,k,...,K}：リニューアル型リソースの集合
N={0,1,2,3,...,n,...,N}：ノンリニューアル型リソースの集合
M={0,1,2,3,...,m,...,M}：すべてのモードの集合
pj,m：作業 j のモード m における長さ
Rk(t)：時刻 t におけるリニューアル型リソース k の使用可能最大量
rj,m,k(t)： 作業 j のモード m における開始から t 時間経過後のリソース k の必
要量
An: ノンリニューアル型リソース n の総使用可能量
aj,m,n：作業 j のモード m におけるリソース n の総必要量
αh,j, βh,j： 任意の二つの作業，j と h に対して事前に与えられた整数（負でも可）
 1：作業 j が時刻 t で開始される時（優先実施時刻帯として所与）
Hj,t 
 0：それ以外
 1：作業 j がモード m で時刻 t に終了する時
xj,m,t 
 0：それ以外
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　（3）（4）（5）（6）で示されるように、本モデルは4種類の制約を基本にして
いる。1つ目は（3）で示したリソース制約であり、ある時刻で実施される作
業が必要とするリソース消費量の総和が、その時刻であらかじめ決められた
供給量以下でなければならない、という制約である。2つ目が（5）で示した
作業間の先行関係における制約である。これは先行する作業が終了後 β 以降
とα 以内の時間内で実施されなければならないという、先行制約に開始時間
枠を設けたものである。3つ目が（4）で示した作業モードと非再生型リソー
ス制約である。モード制約とは、ある作業はリソース R1か R2，... のどれか
のリソースをそれぞれの使用条件の下で排他的に使用できるというものであ
り、非再生型リソース制約とは、リソースはいつどれだけ使用してもよいが、
その使用総量が規定以下でなければならない、という制約であり、モード制
約のある問題でしばしば出現する。（6）は、実施開始時間にあらけじめ希望
する優先時間がある場合、その時間帯の中で作業が開始されなければならな
いというものである。
　これらリソースは、実際の資源だけでなく一般化して作業に付随した属性
値と解釈することができる。つまり、ある時刻における作業の属性の総和が、
その時刻で定められた量を超えてはならない、というものである。その作業
に関する属性としては、機械の処理能力、実施スペースなどのような機械属
性、人員数だけでなくその能力や経験値などの人員属性、必修科目・選択科目
と言った科目属性などが考えられので、このような条件を持つ問題は RCPSP
に帰着させ、低コストで解決することが可能になる [3,4,5]。しかし、実際多
くの制約にはこのような RCPSP に帰着させることが困難な制約も存在する。
今まで適用してきた問題を中心に、それらについて考えてみる。
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2.2 制約条件の分析
（1）シフトスケジューリングでの制約
　シフトスケジューリングとは、
従業員などの勤務テーブルを作成
する問題であり、各企業内におい
ても自動化が望まれる問題の一つ
である [1]。この問題の特徴は、各
スケジューリング時刻において、
参加するスタッフの能力属性が一
定の条件を満たさなければならな
いだけでなく、各スタッフの勤務
の並びも一定の条件を満たしてい
なければならない [1]。スタッフ構
成とは、勤務する作業シフトには、
参加する人員の能力などから複数の属性が与えられるため、これら属性の合
計が所定の条件を満たす必要があると言うことである。横に時刻、縦に人員
を配置した勤務テーブルを用いると、縦方向の制約と言える（図1参照）。一
方、勤務の並びの制約とは、各人員の勤務パターンが所定の条件を満たす必
要があるというもので、夜勤などの勤務シフトが所定回数連続しないなどの
条件がこれに相当する。同様のテーブルでは横方向の制約となる。
　それら制約条件を一般化すると次の様になる。
　時刻 t におけるスタッフの構成に関する制約として、
　①勤務スタッフ総数は nt であること（上限制約）。
　②属性 Pi の勤務シフトが最低 xt 個以上必要（下限制約）。
　③属性 Pj のシフトは、同時刻に割り付けられない（作業の離接制約）。
　勤務の並びの制約に関する制約として、一人の人員に対して、
　④属性 Pk のシフトは、間隔を yk 以上あける（作業間隔の制約）
　⑤ 属性 Pl のシフトは、連続できる最大回数が m 回以下であり、それ以上の
場合は n 日以上あける（並びの制約）。
　⑥ 属性 Pm のシフトは、期間 Lt,t’ において M_min 以上 M_max 以下の個数
である（期間内の作業消費量の制約）
　この問題の典型的なものとして看護師の勤務テーブルを作成するナース・
スケジューリング問題があり、我々は、SEES を用いたナース・スケジューリ
ング問題の解決を試みている [3]。これによると、①上限制約、③離接制約、
1：出勤、0：休み
時刻
人員 1 2 3 ･････ T ??????
m1 1 0 1
m2 0 0 1
m3 1 1 0
： ： ： ：
mk 1 0 1
縦方向の制約
図1　勤務テーブル制約
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④作業間隔の制約については、RCPSP のリソース制約に帰着させることがで
きた。②は、ある勤務に必要なスタッフの最低数の制約であり、⑤は勤務が
一定の並びになることを避けるような場合に利用される制約である。これに
ついては、特定のダミーリソースと消費パターンを利用することにより一定
の問題解決ができているが、多くのダミーパターンが必要になる点や、事前
に各人の勤務回数を限定する必要があるなど解決にいくつかの制限が存在し
ていた。⑥は勤務の回数が一定期間内で所定の回数範囲内にあるような制約
に利用される。期日のある非再生リソースとして一般化できる。
　これら②⑤⑥のようにリソースをどのように消費するのかという消費方法
についての制約は、新たな制約充足の枠組みがあれば、ソルバーの使い易さ
はより向上するであろう。
（2）時間割り作成問題での制約
　我々は、SEES をカーネルとして実用的な時間割り作成システムを開発し
ている [4]。この開発において大学時間割り問題における制約条件を分析し
たところ、
　・教員や教室の重複禁止
　・必修科目との重複禁止
　・科目の実施可能時間帯の存在
　・教室容量や施設条件
　・2コマ連続授業
など多くの制約が、教員・教室・学生をリソースに帰着させることにより比
較的容易に解決できた。一方、リソース制約に帰着できなかったため、独自
の機能拡張を行った制約は次のものであった。
　・複数の使用候補教室からの選択。
　・教員や科目には実施優先時刻が存在する。
　・ 非常勤講師の担当授業は、同一日内に実施される科目は連続とし、それ
が不可能な場合は別日に計画する。
　・ ゼミは3つのグループどれかに分類され、それぞれのグループは別の日に
実施されるが、同じ日に実施されるゼミは同一時間に実施される。
　このうち、複数の使用教室は RCPSP で言われるマルチモード制約であり、
本ソルバーは機能として対応済みであったため特に改修の必要はなかった。
優先時刻についても、本ソルバーは優先時刻指定の機能を有していたため同
様である。非常勤講師の連続割り付けは先述の⑤の一つの例になる。最も対
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応にコストを要した部分はゼミの割り付け条件であった。
2.3 消費方法の制約条件
　シフトスケジューリングや時間割り作成問題で出現した RCPSP のリソー
ス制約に帰着できない制約とは、割り付け作業と作業の並びが結果どのよう
になっている（いない）必要があるのか、という並び方に関する制約のもの
である。先の結果テーブルでいうところの横方向の制約である。そこで、各
作業に対して、ダミーリソースを一つ設定し、作業実行中そのリソースを一
定量消費し続ける消費属性を設定することを考える。するとこの制約は、ダ
ミーリソースをどのように消費していくのかという消費方法の制約として表
現することができる。このため、ゼミ制約を一般化し、リソースの消費方法
という考え方からこれら制約を表現し直すと次の様になる。
　① 特定のリソースを消費する作業は、ある期間に（例として、同一期間内、
あるいは同時刻、別期間など）に消費されなければならない。
　② 特定のリソースを消費する作業と別の特定リソースを消費する作業は、
同一期間外に消費されなければならない。
　①は同時刻開始を包含し、②は同一期間を1日に置き換えればこの表記が
ゼミ条件を包含していることが分かる。これらは、2.2（1）の⑥や優先時刻と
異なり、あらかじめ定められたスケジューリング時間に関係する制約ではな
い。同じ属性を持った別作業の割り付け時刻に対して決まる制約である。す
なわち作業間の先行関係などと同質の制約と言える。これをリソースの消費
方法と言う表現で表す場合、
　・あるリソースは、必ず同時に消費されなくてはならない。
　・あるリソースは、別のあるリソースと同日に消費されてはならない。
となる。
　このように、リソースの消費方法という制約に置き換え、この追加・削除
の枠組みや充足計算方法などの取り扱い方法が実現できれば、作業間の新し
い順序関係などの制約にも同様の考え方で対応できるようになる。また、代
表的な先行関係は作業に対して直接設定するが、多くのグループの作業に対
して、一括して並びの制約を付加する必要がある場合などは追加リソースに
対して設定するなど、状況に応じて使い分けることができれば、制約条件の
設定作業も軽減され利用し易さの向上につながるだろう。
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2.4 消費方法制約の表現
　これらを整理すると、単純なRCPSPのリソース制約としては実現できない
が、その消費方法までを配慮することにより実現できる制約としては、次の
様なものがあった。
a）下限制約
　・あるリソースは必ず m 以上消費
b）リソースの消費の並び方
　・あるリソースに対して m 回以上の連続禁止（と次の作業間隔 n）
　・あるリソースに対して m 回までの連続義務（と次の作業間隔 n）
　・あるリソースに対して期間内の消費総リソース量の上下限
　・あるリソースに対して同一時刻での消費義務
　・ あるリソースと別のあるリソースに対する（ある期間外などの）消費関係
　このような作業の並び制約を表現する形式として、リソースとその消費方
法（消費パターンの取り方に対する指示）とそれについての条件（パラメー
タ）のデータがあればよいことが分かる。
　　（並び制約表現例）
　　Ci：M,R,[int1,int2,int3,...]
Ci：制約番号
M：割り付け方のコマンドで、例えば
　　c：パラメータ p,q を用いて p 回までの連続義務、その次は q 時間あける
　　m：パラメータ p を用いて p 回までの連続許可
　　h：高さ h 以下になるように
　　t：同時消費
　　d：パラメータ p を用いて、リソース p との別日開始。
　　…
R: 対象とするリソース
[int1,int2,int3,...]：オプションパラメータでコマンドにより決まっている。
3．消費方法の制約の実現方法
3.1 必要な枠組み
　このようなリソース消費方法の制約充足機能を SEES に組み込む場合、ま
ず、制約条件の追加や削除、変更が容易に行えるような全体の枠組みが重要
になる。前述のようにスケジューリング問題は多様な性質の制約が存在する
ため、当初からすべての制約を満たす機能をあらかじめ組み込むことを考え
51
RCPSP/τ汎用スケジューラにおける消費方法制約の実現について■
ることは非合理的である。そうではなく、後から多様な制約が追加できるよ
うな枠組みを用意しておくことが、汎用性が高いソルバーにするためにはよ
り効果的である。
　また、制約条件の取り扱い方として前述の絶対制約、考慮制約の課題もあ
る。絶対制約は、その制約が破れれば、解の価値を失うものであるから、当然
すべて充足させなければならない。一方考慮制約の場合は、その扱いがより
難しくなる。一般に考慮制約を組み込む場合、制約の充足度を評価関数で表
し、その値によって解を比較・評価しながら作成する場合が多い [7]。それは、
状態を評価値という一つの基準で判断すればよいため、どちらのスケジュー
ルが望ましいかなどの判断が容易というメリットが生まれる。しかし、現実
問題では、絶対制約のみで解いたが解が得られなかった状況で、考慮制約に
移行することが多く、その移行のタイミングが、問題や状況によって様々で
ある。例えば、
　・一つの作業を割り付ける状況で変更する。
　・一定の計算時間経過後で変更する。
　・割り付け進捗状況で変更する。
　・他のソフト制約の充足関係で変更する。
などが考えられる。
　これは、すなわちソフト制約の充足必要性の重みが状況に応じて動的に変
化していることを意味している。これらをあらかじめすべて評価式で決めて
おくことは、構築がとても困難になる。そこで、我々は、ルールをどのよう
に解釈するのかという、メタルールベースを作成し、動的にルールの重みを
変化させる枠組みを考えることにした。
3.2 充足アルゴリズムの概要
　3.1の要件を満たすために、我々は優先度順のルール適用とメタルールによ
る重みの動的な決定という手法をとる。一つの作業を割り付けるときに計算
されたリソース制約の充足時間帯を
　L=(t1,t2)(t3,t4)....
とする。このときまずメタルールベースが消費方法の割り付けルールすべて
に対して、優先度の重みを動的に計算する。L に対して、メタルールベース
で計算された優先度順に並べられたて処理方法ルール1...N を順に適用して
いく（図2参照）。各ルール手続きを独立させ、それを順に当てはめる構造を
用いることにより、システム上のルールの追加・削除を容易にすることを考
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えるのである。
　また、各ルールの中では、以下の処
理を行う。
　①ルール n の充足時間帯を計算
　② 時間帯があれば、L との共通時間
帯を計算し、ルール n+1へ
　③ 共通時間帯がなければ、BT 判定
（バックトラッキングを実行する
かの判断）を行う。重み最大（絶
対制約）の時は BT へ、そうでな
ければ、L は元のままにしてルー
ル n+1へ。
　BT 判定では、何人以上必要という
必要最小量の制約などは、残りの作業
をすべて一つの時間に割り
付けても、必要最低量の割
付を満たすことができない
時点でバックトラッキング
を実行、のように制約条件
に応じた判定を下すことに
なる。これにより、優先度の
高いルールを充足する時間
帯から割り付け選択時刻の
候補が絞り込まれていくこ
とになるので、ルール優先
度が考慮される。また、考慮
制約の場合で充足時間帯が
ある場合、当然それは考慮
されるが、無い場合は、その
制約は無視されるので、「で
きれば実現したい」という考
慮制約にも対応した構造で
あることがわかる。フローチャートを図3に示す。
開始
ルール１の処理 BT へ
ルール２の処理 BT へ
：
：
終了
Lの先頭時刻を割り付
け時刻に選択
開始
P ←ルール１の充足時間帯を計算 
（R1 の残パターンと消費方法の規則
から P を求める）
Q ← L∩P
（Lと P の共通時間帯を Qに）
L ← Q
BT へ
Y
終了
BT 判断
N
L = φ
図2　消費方法制約の基本処理
図3　１つのルール内の処理
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　このように、各ルールの基本は、L に対して、自分の制約条件を充足する
時間帯を計算することと、バックトラッキングさせるかどうかの判断を行う
ことの2点である。
3.3 連続禁止制約の解法例
　ここでは、適用ルールの一例として、連続 m 回までの連続しか認めない
ルールについての制約充足計算方法について述べる。
　この制約を制御するリソース（高さ1）に対してパッキングを行ったとし、
それにより得られた割り付け可能時間帯を
　L=(t1,t2,t3,t4,....,tp-2,tp-1,tp,tp+1...)
とする。ただし各要素は、割り付け可能な時間帯の開始時刻，割り付け可能
な時間帯の終点時刻のペアが続いているものとする。また、簡略化するため
に、各作業は高さ長さとも1とする。
m ← 最大連続回数
H ← スケジュール最終時刻 ;
P ←1;//L の要素位置のカウンター
while（L≠φ）
{
　　P ← P + 1;
　　b ← P 番目の L のアイテム ;
　　if（L=φ）
　　{
　　　　if（H - b >= m）then
　　　　　　b ← b - 1;
　　　　　　 // 可能端点の最後を一つ減らす。そこに入れば m 以上の連続に
なるため
　　　　goto end;
　　}
　　P ← P + 1;
　　a ← P 番目の L のアイテム ;
　　if（a - b >= m）then　// 時間帯の間隔が m 以上
　　{
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　　　　 a ← a + 1;// 可能端点の初めを一つ増やす。そこに入れば m 以上の
連続になるため
　　　　 b ← b - 1; // 可能端点の最後を一つ減らす。そこに入れば m 以上の
連続になるため
　　}
}
　この処理からも明らかなように、開始可能時間の後ろの端点と次の端点
（次の開始可能時間の初め）を比較し、その間隔がすでに m となっていれば、
そのどちらの端点にも作業を割り付けることができないので、双方の可能時
間を1だけ減らしている。
　必要最低量などの他ルールも同様に、L に対して、リソース残りパターン
などを参照しながら、望ましい時間帯を抽出選択していくことになる。
4．実装のための基本設計
4.1 データ形式
SEES に実装するための制約条件データの表現形式の一例を示す。
：
[SUPPLY-CONDITION]
：
// ここ以降のセッションを追加できるようにする
[ALLOCATION-CONDITION]
R-NECESSITY:// 再生リソース必須制約
R1((t1,r1)(t2,r2).....)//R1は、t1-t2の間に r1以上は消費しなければならない
:
N-NECESSITY:// 非再生リソース必須制約
N1((t1,n1)(t2,n2).....)//N1は、t1-t2の間に n1以上は消費しなければならない
:
ALLOCATION-WAY:// 消費方法の制約
c1:V ,R1, X [,OP1,OP2,...]
// 制約 C1は、リソース R1に対して V の重要度（=1: 絶対、=0考慮）で、X の
// 消費方法をとることを示している。
// ことを意味する。ここで、X は、2.4で示したような消費方法を示すコマン
55
RCPSP/τ汎用スケジューラにおける消費方法制約の実現について■
// ドとする
// ここまでのセッションを追加できるようにする
：
　また、この例とは別の形式として、R-NECESSITY や N-NECESSITY セッショ
ンを設けずに、ALLOCATION-WAY: の中でコマンドとして定義する方法もある。
4.2 オブジェクトへの実装方法
　消費方法の制約をどのように実現すればよいかについて、オブジェクト構
造から考えてみる。SEES の基本オブジェクト構造は図4のようであった。
　この図のコントロールオブジェクトは、Ccontrol クラスのインスタンスで
①割付け作業の決定
④割付け候補時刻の選択
⑤バックトラッッキング制御
ジョブオブジェクト ji-1
③この作業の割り付け可能時間帯
リスト作成
（t11，t12,・・）
時間帯から一つの時刻を選択
（t11）
次候補作業
（ji+１，ji+3，ji+4）
作業 ji+1の割り付け可能時間帯リス
ト作成
（t21，t22,・・）
ジョブオブジェクト ji
⑥差し引いたRr
の新パター ンを
計算
リソー スオブジェクトRr
コントロールオブジェクト
⑦ジョブオブジェクトji+1
・・・・
リソー スオブジェクトR1
リソー スオブジェクトRr
リソー スオブジェクトR1
②jiのリソー スR1に
ついての消費パタ
ンーをパッキング
⑥差し引いたR1
の新パター ンを
計算
②jiのリソー スRrに
ついての消費パタ
ンーをパッキング
追加 1)
メタルールベースによ
る制約の重み付け
追加２）
重み順に共通時間帯を計
算し、BT 判定を行う
追加３）
消費方法制約の充足
時間帯を計算
図4　SEESの各オブジェクト概要
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ある。これは、スケジューリングの全体の管理、バックトラッキングの制御
などを行う。ジョブオブジェクトは、CTaskクラスのインスタンスである。こ
のオブジェクトは一つの作業に対して一つが作成され、その作業の割り付け
可能時間帯など、その作業の割り付け時の各種情報を保持する。リソースオ
ブジェクトは、CEnv クラスのインスタンスとして生成される。これは、ある
作業を割り付ける時点での、その作業の一つのリソース制約が充足する時間
帯を計算するオブジェクトである。
　全体の処理概要は次の通りであった。
　① まずコントロールオブジェクト内にある割り付け作業を選択するメンバ
関数が、スケジューリングを行う作業を一つ選択する。
　② ジョブオブジェクトは、自分の各リソースオブジェクトに対し、そのリ
ソース制約の充足時間帯をパッキング計算させる。
　③ ②の各リソースの共通時間帯を求め、その作業の割り付け可能な時間帯
を計算する。
　④コントロールオブジェクトが割り付け時刻を決定。
　⑤必要ならばバックトラッキングの実行。
　⑥ リソースパターンからその作業の消費パターンを抜き取り、新しいリ
ソースパターンを計算。
　このような処理から考えると、メタルールベースによる制約条件に対する
動的な重み付けは CContorl クラスのメンバ関数として実装し、①の次に、
　（追加1） メタルールにより、消費方法の制約の優先度の重みを動的に計算
する。
を追加する。また、新しい消費方法制約の充足計算は、CEnv のメンバ関数と
して（追加3）、それらを呼び出す関数を CTask クラスのメンバ関数として実
装することが適切であろう。そして③の後に次の処理を追加すればよい。
　（追加2） メタルールベースにより割り当てられたリソースの重み順に、各
リソースオブジェクトに対して消費方法制約の充足時間帯を計算
させる。
　なお、そのリソースで使用される消費方法制約の関数に対するポインタ
を、データ読み込み時にリソースオブジェクトのメンバ変数として保有して
おくようにし関数呼び出しは、アドレスを用いて行うようにすれば、このリ
ソースはどの消費方法の手続きを用いるのかを毎回判定する必要はなくな
り、処理の高速化が期待できる。
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5．結論と今後の課題
　今回の研究では、作業の並びなどリソース制約として取り扱うことができ
ない多くの制約を、リソースの消費方法という新しい制約で解決する手法を
提案した。これらリソースの消費方法とは、リソースの残条件やその割り付
けルールに従うならば、現状どこに作業を割り付けるのがよいのかという割
り付け時刻の決定方法の制約に他ならない。時刻を選択する場合の我々の実
現方法は、一つの評価関数を用いるのではなく、ルールを順に適用していく
というルールベース中心のアプローチであり、このアプローチに従えば割り
付け状況の変化による動的なルール重みの変更が可能になる。また、消費方
法ルールそのものの新規追加や削除、それらを考慮制約として扱う手法な
ど、消費方法ルールへの対応方法とソルバーへの基本設計も併せて提案し
た。
　今後これら検討に従い、システムの開発を進める。そして、その後いくつか
の実問題へ適用し、その新機能の有用性について検証していくことになる。
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