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The HP PASCAL source code contained in Section 1 was developed for the
Mission Planning and Analysis Division (MPAD) of NRSR/3SC, and takes the
place of flou charts defining the specifications for a Utility Softuare Unit
designed to support orbital flight simulators such as MANHANDLE and GREAS
(General Research and Engineering Analysis SiRulator). Besides providing
basic input/output, mathematical, vector, matrix, quaternlon, and statistical
routines for such simulators, one of the primary functions of the Utility
Softuare Unit is to isolate all systeM-dependent code in one uell-defined
compartRent, thereby facilitating transportation of the siRulations from one
coRputer to another.
Sections !.1.1 and 1.1.Z, respectively, contain directives to the PASCAL
compilers of the HP-9_ Series 20@ Pascal 3.@ operating systeR and the
HP-9_ Series 500 HP-UX S.0 operating systeR that produce --- in each systeR
--- a single file of relocatable code froR four separate files of source
code. Three of the source code files ('UtilRath. I', 'UtllveMq. I', and
'Utilstmt. I') are coRRon to both operating systeRs, The fourth source code
file ('UTILSPIF.I' for the Pascal 3,@ systeR and 'utilsplf. I' for the HP-UX
S.@ systeR) contains all of the systeM-dependent PASCAL code for the Utility
5oftuare Unit. A fifth file of source code uritten in the C language
('utilecif.c' listed in Section 1.7) is required to interface 'utilspif. I'
uith the HP-UX "curses" harduare-independent terminal input output package,
uhich uses "# define" statements extensively to define C pseudofunctions that
cannot be called directly from a PASCRL routine.
Section 2.1.1 contains the Pascal 3,0 compiler directives and the driver
source code for a unit test prograR, Its counterpart for the HP-UX 5.@
operating systeR is contained in Section Z.I.Z, The Major portion of the
unit test program source code (Sections Z.Z through Z.G) is comRon to both
operating systeRs. Unit test results from the Pascal 3.@ operating system
are shoun in Section 3,1. The results from the HP-UX operating systeR are
shoun in Section 3.Z.
e
Because its portability is limited to Heulett-Packard computers, HP PASCAL
(References 1 and Z) is not regarded as the best language for ultimate
iRpleRentation of general purpose softuare. Houever, pending the availabil-
ity of an ADA coRpiler for MPAD's Rainline computers, its unique features and
versatility Rake it the best medluR at hand for the developRent, testing, and
maintenance of softuare specifications (uhich, as distinguished froR execut-
able code, is the primary subject of this document), The fact that interim
or prototype executable programs can be implemented (on Heulett-Packard
computers) simply by compiling the source code that serves as the softuare
specification is considered to be advantageous, but it uas not the reason for
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I. UTILITY SOFTWRREUNIT SPECIFICATIONS
|mi
1.1. HP-9_ PASCAL Co_pll_r D_rec_ve5
I. l--i
I.I.I. Model Zi6 / Pascal 3.0 Compiler Directives
1.1. 1--i
File 'UTILUNIT.TEXT' Page I Updated @ 23:04:37 Sat Z7 Sep 1986
{ begin File 'UTILUNIT.TEXT' }
{ Utility Software Unit for HP-9_ Model ZIG with Pascal 3.® Op Sys }
{ NASR/JSC/MPRD/TRW : Sam Wilson }
{ This construct binds several related PRSCRL modules into a single compila- }
{ tion unit so that the relocatable code produced by the compiler will reside }
{ in one file rather than in many, thus simplifying input instructions to the }
{ operating system's linker/loader uhen combining it uith other relocatable }
{ code to produce an executable program. To simplify editing, the source }
{ code for each functional module resides in a separate file, each being }
{ named in an "include" directive to the compiler (see belou). }
{ Except for the INVERT_MRTRIX and OIRGONRLIZE_SYMMRTRIX procedures in module }
{ UTILMRTH, the input parameters for every exported function and procedure }
{ defined in the Utility Softuare Unit are passed "by value" rather than }
{ "by reference". This means that the input values are assigned to local }
{ variables uithin the called routine, and that no reference to an input vat- }
{iable by the called routine can modify anything other than the local copy. }
It also makes it possible in the calling routine to substitute any expres- }
{ sion of the proper type (even a named or a literal constant) for any formal }
{ input parameter in the argument list of the called routine, thus often
{ simplifying the code quite a bit. For instance, the single statement
{
{ OUTPUT_RNG := RNGDEG( RTRNZ( I.SLO, DOTP( POS, ZUNVEC ) ) ) ;
{
{ would have to be replaced by a sequence something like
V := ZUNVEC ;
X := DOTP( POS, V ) ;
Y := 1.SLO !
R := RTRNZ( Y, X ) ;
OUTPUT_RNG := RNGDEG( R ) ;
{ if the inputs to RNGOEG, RTRNZ, and DOTP uere passed by reference, because
{ only a variable name is alloued to replace a formal parameter that is
{ passed by reference.
$ Sysprog On $
$ Suitch__strpos $
$ Heap_dispose On $
$ include 'Utilindx. I.' $
$ include 'Utilmath. I.' $
$ include 'UTILSPIF.I.' $
$ include 'Utilvemq. I.' $
$ include 'Utilstat. I.' $
module UTILDUMMY ; { no function; just terminates compilation tidily }
export type SOMETHING TO SRTISFY_COMPILER = boolean ;
implement
end . { File 'UTILUNIT. TEXT'}
¥SBB13Dgl 1 . 1 . 1 -- 1
I.I.2. Serie6 S_ / HP-UX S.0 CoMpiler Direclive6
I . 1.2--i
File 'utilunit.p' Page 1 Updated @ 23:O5:_ Sat Z? Sap 198B
( begin File 'utilunit.p' }
{ Utility Software Unit for HP-9OOO Series 500 with HP-UX S.O Op Sys }
{ NRSR/JSC/MPRD/TRW : Sam Wilson }
{ This construct binds several relaied PRSCRL modules into a single compila- }
{ tion unit so that the relocatable code produced by the compiler will reside }
{ in one file rather than in many. thus simplifying input instructions to the }
{ operating system's llnker/loader when combining it with other relocatable }
{ code to produce an executable program. To simplify editing, the source }
{ code for each functional module resides in a separate file, each being }
{ named in an "include" directive to the compiler (see below). }
{ Except for the INVERT_MRTRIX and OIR6ONRLIZE_SYMMRTRI× procedures in module }
{ UTILMRTH, the input parameters for every exported function and procedure }
{ defined in the Utility Software Unit are passed "by value" rather than }
{ "by reference". This means that the input values are assigned to local }
{ variables within the celled routine, and that no reference to an input vat- }
{ table by the called routine can modify anything other than the local copy. }
{ It also makes it possible in the calling routine to substitute any expres- }
{ sion of the proper type (even a named or a literal constant) for any formal }
{ input parameter in the argument list of the called routine, thus often
{ simplifying the code quite a bit. For instance, the single statement
{
{ OUTPUT_RNG := RNGDEG( RTRNZ( 1.5LO, DOTP( POS, ZUNVEC ) ) ) ;
{
/
{ would have to be replaced by a sequence something like
V := ZUNVEC ;
X := DOTP( POS, V ) ;
Y := I.SLO ;
R := RTRN2( Y, X ) ;
OUTPUT_RNG := RNGDEG( R ) ;
{ if the inputs to ANGOE6, ATRN2, and DOTP were passed by reference, because
{ only a variable name is allowed to replace a formal parameter that is

















$ standard level 'hp_modcal' $
$ include 'Utilindx.l' $
$ type_coercion 'noncompatible' $
$ include 'Utilmath.l' $
$ type_coercion 'conversion' $
$ include 'utilspif.l' $
$ include 'Utilvemq.l' $
$ include 'Utilstat.l' $
module UTILOUMMY ; { no function; just terminates compilation tidily }
export type SOMETHING_TO_SRTISFY_COMPILER = boolean ;
implement
end . { File 'utilunit.p' }
¥OEBZZCD2 I . 1 . Z-- I
l.Z. Index of Global Iden_ifler_
| .Z--i
File 'Utilindx. I' Page I Updated Q Z3:OS:Z8 Sat Z? Sep 1986
$ page $ { begin File 'Utilindx.I' }
{ Utility Softuare Unit for HP-90_ Series ZOO/300/S_D Computers }
{ Comment File } { Subject : Index of Global Identifiers }
{ NRSR/JSC/MPRD/TRW : Sam Wilson }
{
Declaration Parent Source
Identifier Category Identifier Module
RN6! : function : UTILMATH
RNGZ : function : UTILMRTH
RNGDEG : function : UTILMRTH
ANGRRD : function : UTILMRTH
RTRNI : function : UTILMRTH
























: rec field : CHINPUTREC : UTILSPIF
: function : UTILSPIF
: function : UTILSPIF
: type enum: CHECHOMODE : UTILSPIF
: type : UTILSPIF
: type : UTILSPIF













































































Updated Q 23:05:28 Sat Z7 Sep 1986
Declaration Parent Source
Category Idenlifier Module
: const : UTILMRTH
: type enum: GOTWHRT : UTILSPIF
: type : UTILVEMQ
: function : UTILVEMQ
: type : UTILVEMQ
: type : UTILVEMQ
: function : UTILVEMQ
: type : UTILVEMQ
: type : UTILVENQ
: procedure : UTILSPIF
: cons% : UTILMRTH
: function : UTILSPIF
: const : UTILMRTH
: function : UTILMRTH
: function : UTILSTRT
: function : UTILSTRT
: type : UTILSPIF
: rec field : QURTERNION : UTILVEMQ
: const : UTILMRTH
: function : UTILMRTH





















: rec field : QURTERNION : UTILVEMQ
: function : UTILMATH
: rec field : QURTERNION : UTILVEMQ
: con6i : UTILSPIF
: type : UTILSPIF
: procedure : UTILSPIF
: var : UTILSPIF












































: type : UTILVEMQ
: type : UTILMRTH
: const : UTILMATH
: const : UTILMATH
: const : UTILMRTH
: function : UTILVEMQ
: function : UTILVEMQ
: procedure : UTILSPIF
: function : UTILVEMQ
: function : UTILVEMQ
: function : UTILVEMQ
: function : UTILVEMQ
: const : UTILSPIF
: type : UTILSPIF
: type : UTILSPIF
: function : UTILSPIF
: cons_ : UTILMATH
: type enum: CHECHOMOOE : UTILSPIF
: type enum: CHWRITMOOE : UTILSPIF
: type enum: GOTWHAT : UTILSPIF
: const : UTILMQTH
: const : UTILMATH
: const : UTILSPIF
: type : UTILSPIF
: function : UTILVEMQ
: function : UTILVEMQ




































































: const : UTILMATH
: function : UTILSPIF
: type : UTILSPIF
: procedure : UTILSPIF
: function : UTILSPIF
: function : UTILMRTH
: function : UTILMATH
: function : UTILMRTH
: function : UTILVEMQ
: function : UTILVEMQ
: function : UTILMRTH
: var : UTILSTAT
























































































{ end File 'Utilindx. I' }
: func%ion : UTILSTAT
: func%ion : UTILVEMQ
: cons_ : UTILMRTH
: function : UTILSPIF
: function : UTILSPIF
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1.3. Mathematical Function6 Module
1 .3--i
File 'Utilmath.l' Page I Updated Q 23:08:04 5at Z7 Sep 1986
$ page $ { begin File 'Utilmath. I' }
{ Utility Softuare Unit for HP-9000 Series 200/300/500 Computers }
module UTILMATH ; { Subject : Mathematics }
{ NRSRI3SCIMPRDITRW : Sam Wilson }
expor_ { begin externally visible declarations }
const
UNITOL = 4.0L-14 ; { arithmetical error tolerance for computed }
{ longreal values on the order of unity }
ZERO = 0.0L0 ;
ONE = 1.0L0









DEGPERRRD = 5.7295779SI30BZ32SL+! _ { degrees per radian }
HRFPI = 1.5707963267948966L+O ; { pi / Z }
PI = 3.14159Z653589793ZL+0 ; { pl }
RADPERDEG = 1.745329ZSIgB43ZgSL-Z ; { radtans per degree }
TWOPI = 6.2831BS3071795884L+O ; { 2 * pi }
MRXMRTOROER = IZ ; { max order of matrx to be Invrtd or diagnlzd }
MAXSQURREINDEX = MAXMRTORDER * MRXMBTOROER ;
MBXTRIBNGINOEX = ( MRXMRTORDER * ( NAXNRTORDER + I ) ) div Z ;
¥FBECZS6C I . 3-- 1
File 'Utilmath. I'
$ page $
Page 2 Updated Q 23:06:04 Sat Z7 Sap 1986
type
MATROWCOLNUM = I..MAXMATORDER ;
DIAGMAT = { an array in which }
array [ I..MAXMATOROER ] of longreal ; { the nonzero elements }
{ of a diagonal }
{ matrix M of order }
{ n <= MAXMATORDER are slored in the sequence }
{ }
{ M[I,I], M[Z,Z] ........ M[n,n]. }
{ }
TRIANGMAT = { an array in which }
array [ I..MAXTRIANGINDEX ] of longreal; { the nonzero elemnts }
{ of a triangular }
{ matrix M of order }
{ n <= MAXMATORDER are stored in the sequence }
{ }
{ M[I,I], }
{ M[l,2], M[Z,2], }
{ ............. , }





{ M[Z,I], M[Z,Z],. }
{ ...... , ...... , •..... , }
{ M[n,1], M[n,2] ........ M[n,n] , }
{ }
{ depending on whether M is an upper or a }
{ lower triangular matrix. }
SQUAREMAT = { an array in which }
array [ I..MAXSQUAREINOEX ] of longreal ; { the elements }
{ of a square }
{ Matrix M o£ order }
{ n <= MAXMATORDER are stored in the sequence }
{ }
{ M[1,1], M[I,Z], . ..... , M[1,n], }
{ M[2,1], M[2,2] ....... , M[Z,n], }
{ M[n,l], M[n,Z] ........ M[n,n], }
{ }
{ which is the PASCAL storage order for the }
{ elements of a two-dimensional n x n array. }
¥6717FSF7 1 . 3--Z
File 'Utilmath. I' Page 3 Updated @ 23:06:04 Sat Z7 Sep 1986
$ page $
function INT( X : longreal ) : integer ;
{ INT is equivalent to the HPL "int" function (also known as }
{ the "floor" function). Its value, which is returned to the }
{ calling routine on the stack, is the greatest integer <= X. }
{ NOTE: INT( X ) is not equal to trunc( X ) when X < O . }
function FRRC( X : longreal ) : longreal ;
{ FRRC is equivalent to the HPL "frc" function, which is never }
{ negative. Its value, X - INT( X 1, may be different from }
{ the casual expectation when X < O . }
function RMOD( Y, X : longreal ) : longreal ;
{ The value of RMOD( Y, X ) is zero when X = O; otheruise its }
{ value is Y - X * INT( Y/X 1. RMOD( Y, X ) is in a sense the }
{ (long)real equivalent of the integer expression "3 mod I". }
function RSIGN( X : longreal ) : integer ;
{ This is _he "sign" function of a (long)real number.
{ value is -i if X < @ ; otherwise its value is +1
function ISIGN( I : integer ) : integer
{ This is the "sign" function of an integer number.
{ value is -I if X < 0 ; otherwise its value is +! ,
Its }
}
function IMRX( 3, I : integer ) : integer !
{ This is the integer "maximum" function.
{ greater of its two arguments.
Its value is the
function IMIN( J, I : integer ) : integer ;
{ This is the integer "minimum" function.
{ lesser of its two arguments.
Its value is _he
function RMRX( Y, X : longreal ) : longreal ;
{ This is the (long)real "maximum" function.
{ greater of its _uo arguments.
Its value is the }
}
function RMIN( Y, X : longreal ) : longreal I
{ This is the (long)real "minimum" function.
{ lesser of its two arguments.
Its value is _he }
}
YB7672B87 I . 31--3_
File 'Utilmath. I'
$ page $
Page 4 Updated @ 23:06:04 Sat 27 Sep 1986
function RNGDE6( X : longreal ) : longreal
{ This function converls an angle from radian measure to de- }
{ grees. Normally it is used to convert internal values to }
{ measurement units suitable for output. 8NGDE6 is unique in }
{ thai angles output by every other function defined in this }
{ module are measured in radians. }
function RNGRRD( X : longreal ) : longreal ;
{ This function converts an angle from degree measure to red- }
{ tans. Normally it is used to convert external values sup- }
{ plied by the user to measurement units suitable for internal }
{ computations. RNGRRD is unique in thai the input value must }
{ of course be measured in degrees, uhereas angles input to }
{ every other function defined in this module must be measured }
{ in radians. }
function RNGI( X : longreal ) : longreal !
{ The value of RNGI( X ) is the angular equivalent of X thai
{ lies in the range of 0 <= RNGI(X) < TgOPI.
}
}
function RNGZ( X : longreal ) : longreal |
{ The value of RNGZ( X ) is the angular equivalent of X that
{ lies in the range of -PI < RNGZ(X) <= PI.
function
function
RTRNZ( Y, X : longreal ) : longreal ;
{ The value returned by this function subprogram aluays lies }
{ in the range of -PI < RTRNZ(Y,X) <= PI and is equal to }
{ arctangent( Y/X ) in the quadrant uhere the sine and cosine }
{ of the angle have the signs of Y and X, respectively. It is }
{ equivalent to the FORTRRN function of the same name, except }
{ that RTRNZ(0,0) --- undefined in FORTRRN --- is zero. }
RTRNI( Y, X : longreal ) : longreal
{ ATAN! is similar to ATRN2, except 0 <= ATRNI(Y,X) < TWOPI. }
¥D787SI57 1 . 3--4
File 'Utilmath. I'
$ page $
Page 5 Updated _ 23:06;04 Sat Z7 Sep 1986
function HMS( X : longreal ) : longreal !
{ HMS converts X (time measured in seconds) to hours, minutes, }
C and seconds, and returns the result packed into a longreal }
{ number. HMS( X ) has the sign of X and the form hmm.ssf, }
{ where h represents however many decimal digits are required }
{ to express the number of whole hours, mm and ss represent }
{ the number of additional whole minutes and seconds, and f }
{ represenls the remaining decimal fraction of a second. For }
{ example, HMS( 36385.874 ) = 1@_6.Z5874 . }
function SECS( X : longreal ) : longreal ;
( SECS is the inverse of the HMS function. It converts a time }
{ X --- expressed in hours, minutes, and seconds, and packed }
{ into a longreal number of the form hmm.ssf --- to the equlv- }
{ alent number of seconds, returning the result as a longreal }
{ number. For example, SECS( 1008.25874 ) = 36385.874 }
function JULIRN_DRYNUM( YERR , MONTH , DRY : integer ) : integer ;
{ This function returns the number of the Julian day beginning }
{ at noon on the date defined by YERR, MONTH, and DRY numbers }
{ in the Gregorian (i.e., civil) calendar. For example, }
{ JULIRN_DRYNUM( 1980, 4, 2 ) = Z44433Z is the number of the }
{ Julian day beginning at noon on Wednesday, Z Rpril 1980. }
function TRIRNG_INDEX( i, j : MRTROWCOLNUM ) : integer ;
{ The value of this function is the one-dimensional index (in }
{ an array of the type TRIRNGMRT) of the element M[i,j] from a }
{ triangular matrix M. }
¥CC9C9FIC 1 . 3--5
File 'Utilmath. I'
$ page $
Page B Updated @23:@6:@4Sat Z7 Sap 1986
procedure INVERT_MATRIX ( anyvar MATRIX : SQURREMAT ;
ORDER : MRTROWCOLNUM
anyvar INVERSE : SQURREMRT ) ;
{ Given (in MATRIX) the elemenls of a square matrix of order }
{ no greater than MRXMRTORDER, this procedure will compute the }
{ elements of its inverse (if it exists) and return them to }
{ the calling routine in the output variable INVERSE. The }
{ "anyvar" notation in the parameter list causes the normal }
{ PASCAL type-checking rules to be relaxed, and makes it per- }
{ missable in the calling routine to substitute, for MATRIX }
{ and INVERSE, the names of variables that are not actually }
{ declared to be of _he type SQURREMRT. For example, the }





{ MAT4X4 = array [ I..4, I..4 ] of longreal ; }















{ RB indicated by the second reference to INVERT_MATRIX, it }
{ is permissable to substitute the same variable name for }
{ MATRIX and INVERSE if one ulshes to overwrite the original }
{ matrix with its inverse, }
L : MAT4X4 ;
M : MAT4X4 ;
N : MATgX5
begin
INVERT_MATRIX ( L, 4, M )
INVERT_MATRIX ( N, 9, N )
end ;
{ Program execution will be aborted with an escapecode of 99®1 }
{ if the input matrix turns out to be singular, and no value }
{ will be assigned to INVERSE. The reference to INVERT_MRTRIX }
{ should be embedded in a "try/recover" construct if it is }
{ desired to provide exception-handling code in the calling }
{ routine to recover from such an eventuality. }
¥3DISCFB5 1 . 31-- 6
File 'Utilmath. I'
$ page $
Page 7 Updated @ Z3:06:04 Sat 27 Sap 1986
procedure DIRGONRLIZE_SYMMRTRIX ( anyvar SYMMET : TRIRNGMRT !
ORDER : MRTROWCOLNUM ;
TOLRRTIO : longreal
anyvar DIRG : DIRGMRT ;
anyvar ORTHOG : SQURREMRT ) ;
{ Given (in SYMMET) the unique elements of a symmetric matrix }
{ S of order no greater than MRXMRTORDER, this procedure uses }
{ the Jacobi method of iteration to find an orthogonal matrix }
{ M that will transform an unknown diagonal matrix D into S by }
{ use of the equation S = T * O * M, where "*" is the matrix }
{ multiplication operator and T is the transpose of M. Itera- }
{ tion ceases when a value of M is found such that every }
{ off-diagonal element of an approximated diagonal matrix, }
{ O' = M * S * T, has an absolute value no greater the product }
{ of the input parameter TOLRRTIO with the root-mean-square }
{ magnitude of the diagonal elements of O (which can be com- }
{ puted easily even though the individual elements of O are }
{ unknown). Rfter the convergence test is satisfied, the di- }
{ agonal elements of the approximation O' are returned to the }
{ calling routine as components of the output variable DIR6 }
{ and the final value of M is returned in the output variable }
{ ORTHO6.
{ If O' has not converged to the specified tolerance after a }
{ reasonable number of iterations (50 times the order of S), }
{ the values o£ M and O' are NOT returned to the calling }
{ routine, and program execution is aborted with an escapecode }
{ of 99OZ. The reference to DIRGONRLIZE_SYMMRTRIX should be }
{ embedded in a "try/recover" construct if it is desired to }
{ provide exception-handling code in the calling routine to }
{ recover from such an eventuality. }
{ As in the case of the INVERT_MRTRIX procedure, use of the }
{ "anyvar" notation in the parameter list makes it possible in }
{ the calling routine to substitute (for SYMMET, DIR6, and }
{ ORTHOG) the names of variables that are not actually de- }
{ clared to be of the types indicated in the formal parameter }
{ list. The DIRGONRLIZE procedure code in the UTILVEMQ module }
{ contains an example of DIRGONRLIZE_SYMMRTRIX usage. }
YDRCTFZZ7 1 . 3--?
File 'Utilmath.l' Page 8 Updated @ Z3:06:04 Sat Z7 Sep 1986
$ page $
implement { begin externally invisible part of module }
type
DIRGPOINTER = ^OIA6MRT ;




MAT : SQUAREPOINTER ;
MATORDER : integer
SYM : TRIRN6POINTER ;
function SQURRE_INOEX ( i, j : MRTROWCOLNUM ) : integer ; forward !
procedure EXCHRNGE_ROWS ( i, j : MRTROWCOLNUM ) ; forward ;
¥8ERBEBCB 1 . 3--8
File 'Utilmath. I'
$ page $
Page 9 Updated @ 23:@6:@4 Sat 27 Sep 1986
function INT( X : longreal ) : integer!
vai-'
I : integer ;
begin
I := trunc( X ) ;
if X < ZERO then
if X <> I then
I := I - 1
INT := I
end ;
function FRRC( X : longreal ) : longreal ;
var
F : Iongreal ;
begin
F := X - trunc( X ) ;
if F < ZERO then
F := F + ONE ;
FRRC := F ;
end ;
function RMOO( Y , X : longreal ) : longreal ;
begin
if X = ZERO
then RMOO := ZERO
else RMOO := Y - X * INT( Y / X ) 1
end l
YBZC86BC8 I . 3--9
File ' Utilmath. I'
$ page $
Page 10 Updated Q Z3:06:04 Sat Z7 5ep 1386
function RSIGN(% : longreal ) : integer
begin
if X < ZERO
then RSIGN:= -I
else RSIGN:= I ;
end ;
function ISIGN( I : integer ) : inleger ;
begin
if I < 0
then ISIGN := -I
else ISIGN := I ;
end ;
function IMAX( J , I : integer > : integer ;
begin
if I > J
then IMRX :: I
else IMRX := J ;
end ;
function IMIN( J , I : integer ) : integer ;
begin
if I < J
then IMIN := I
else IMIN := J ;
end ;
function RMAX( Y , X : longreal ) : longreal ;
begin
if Y>X
then RMAX := Y
else RMAX := X ;
end ;
function RMIN( Y , X : longreal ) : longreal ;
begin
if Y < X
then RMIN := Y
else RMIN := X ;
end ;
¥47239343 1 . .-_-- 1 0
File 'Utilmath. I'
$ page $
Page II Updated @ 23:06:04 Sat 2? Sap 1986
function RNGDEG( X : longreal > : longreal ;
begin
RNGDEG := X * DEGPERRRD ;
end ;
function RNGRAO( X : longreal ) : longreal
begin
ANGRAO := X * RRDPERDEG
end
function QNGI( X : longreal ) : longreal ;
begin
RNGI := TWOPI * FRAC( X I TWOPI )
end ;
function ANG2( X : longreal ) : longreal ;
vBr
R : longreal ;
begin
A := TWOPI * FRRC( X / TWOPI )
if A > PI then R := R - TWOPI
ANG2 := A
end ;
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function RrRNZ( Y , × : longreal ) : longreal ;
var




YSQ := 5qr( Y )
XSQ := sqr( X ) ;
if( YSQ + XSQ ) = ZERO
then R := ZERO
else
begin
if YSQ > XSQ
then
R := HRFPI - arctan( X / abs( Y ) )
else
begin
R "= arctan( abs( Y / X ) )
if X < ZERO then R := PI - R
end ;




function ATRNI( Y , X : longreal ) : longreal
begin
ATRN1 := RNGI( ATAN2( Y, X ) )
end
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function HMS( X : longreal ) : longreal ;
var
A : longreal ;
H : integer 1
M : integer
S : 1ongreal ;
begin
A := abs( X )
H := trunc( A13600 ) ;
M := trunc( A160 ) - 60.H
S := A - 60 * ( M + 60.H ) ;
HMS := RSIGN( X ) * ( ;00.H + M + 5/100 ) ;
end ;
function SECS( X : longreal ) : longreal ;
var
A : longreal ;
H : integer ;
M : integer ;
S : longreal ;
begin
A := abs( × )
H := trunc( A/100 )
M := trunc( A ) - 100.H
S := 100 * ( A - M - 100.H ) ;
SECS := RSIGN( X ) * ( 60 * ( GO*H ÷ M ) + S ) i
end
function JULIAN_OAYNUM( YEAR , MONTH , DRY : integer ) : integer ;
vat
O : integer
I : integer ;
begin
if MONTH < 3
then I := l
else I := 0 !
O := DAY - 32075 + ( 1461 * ( YEAR + 4800 - I ) ) div 4 ;
D := D + ( 367 * ( MONTH - Z + IZ*I ) ) div I2 ;
D := D - ( 3 * ( ( YEAR + 4900 - I ) div 100 ) ) div 4 ;
JULIAN DAYNUM := D I
end ;
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function TRIRNG_INDEX( i, j : MATROWCOLNUM ) : integer ;
var
h : MATROWCOLNUM ;
k : MRTROWCOLNUM ;
begin
h := IMIN( i, j ) ;
k := IMAX( i, j ) ;
TRIANG_INDEX := h + ( k * ( k- I ) ) div Z ;
end ;
funciion SQUARE_INDEX( I, j : MATROWCOLNUM ) : in'_eger
begin
SQUARE_INDEX := j + ( i - I ) * MATORDER ;
end ;
¥AASCZIDC 1 . 3-- 14
File 'U_ilmath. I'
$ page $
Page 1S Updated @ 23:08:04 Sat Z7 Sep 1986
procedure INVERT_MATRIX ( anyvar MATRIX : SQURREMAT ;
ORDER : MATROWCOLNUM ;
anyvar INVERSE : SQURREMRT ) ;
vat
BESTROW : MATROWCOLNUM ;
BESTVRL : Iongreal
i : MRTROWCOLNUM ;
ij : integer ;
ik : integer ;
j : MATROWCOLNUM
k : MATROWCOLNUM ;
kj : integer ;
kk : integer ;
MIK : longreal ;
X : longreal ;
Y : longreal ;
Z : longreal ;
begin
MRTORDER := ORDER
new ( MAT )
new ( INV ) ;
8ESTVRL := ZERO ;
for i := ! to MATOROER do
for j := I to MATOROER do
begin
ij := SQUARE_INDEX( i, j ) ;
i£ j = i
_hen INV^[ij] := ONE
else INV^(ij] := ZERO
MAT^[ij] := MATRIX(ij) ;
if j = I then
begin
X := ab6( MAT^J13] )







{ allocate _iorage for working copy of NRTRIX }
{ allocate 5forage for working copy of INVERSE }
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for k := I io MATORDER do
begin { k loop }
if BESTVAL = ZERO then escape ( 9901 )
if BESTROU <> k then
EXCHANGE ROWS( k, BESTROU ) ;
kk := SQUARE_INDEX( k, k )
X := ONE / M_T^[kk]
for j := I to MRTORDER do
begin
kj := SQUARE INDEX( k, j )
MAT^[kj] := X * MRT^[kj]
INV^[kj] := X " INV^(kj]
end ;
BEBTVAL := ZERO ;
for i := I to MRTORDER do
if i <> k then
begin
ik := SQUARE_INDEX( i, k ) ;
MIK := MRT^[ik] ;
for j := I to MATORDER do
{ MATRIX is singular }
{ nullify column k of row i in MAT }
begin
ij := SQUARE_INDEX( i, j )
kj := SQUARE_INDEX( k, _ )
Y := MAT^IIj]
Z := MIK * MAT^(kj] ;
MRT^[ij] := Y - Z ;
INV^[ij] := INV^[ij] - MIK * INV^{kj] ;
if ( j = k+1 ) and ( i > k ) then
begin
X := RMAX( abs( Y ), abs( Z ) )
if X > ZERO then
begin
X := abe( MAT^[ijJ / X )
if X > BESTVRL then
begin
BESTVRL := X ;





{ relsase temporary storage }
{ release temporary storage }
end ;
end ; { k loop }
for i := i to MRTORDER do
for j := I to MATORDER do
begin
ij := SQUARE_INOEX( i, _ ) ;
INVERSE(i_] := INV^[i_ ]
end
dispose( MAT ) ;
di6po_e( INV ) ;
end ;
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£or k := I io MATORDER do
begin
ik := SQURRE_INOEX( i. k )
jk := SQUARE_INOE×( j. k ) ;
X := MAT^[ik] ;
Y := INV^[ik] ;
MAT^[ik] := MAT^[jk]
INV^Iik] := INV^[jk] ;
MflT^[jk] := X ;
INV^[jk] := Y ;
end ;
end ;
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procedure OIAGONALIZE_SYMMATRIX( anyvar SYMMET : TRIANGMRT ;
ORDER : MATROWCOLNUM;
TOLRATIO: longreal
anyvar DIA6 : DIAGMAT ;
anyvar ORTHOG : SQURREMRT ) ;
yap
ADJUSTED : boolean ;
CA : Iongreal ;
CASQ : longreal ;
i : MATROWCOLNUM ;
ii : integer
ij : integer ;
ik : integer ;
ITNUM : integer ;
j : MATROWCOLNUM ;
jj : integer ;
jk : integer
k : MATROWCOLNUM ;
MAXITERATIONS : integer
RMSEIGENVAL : Iongreal ;
SA : longreal ;
SASQ : Iongreal
THRESH : Iongreal ;
TOL : Iongreal ;
X : longreal ;
Y : Iongreal
YSACA : longreal ;
Z : longreal ;
begin { procedure DIAGONALIZE_SYMMATRIX }
MATORDER := ORDER ;
new( SYM ) ;
new( MAT ) ;
Y := ZERO
Z := ZERO ;
for i := 1 io MATORDER do
for j := 1 to MATORDER do
begin
ij := SQUARE_INDEX( i. j )
if j = i
then MAT^[ij] :: ONE
else MAT^[ij] := ZERO ;
I£ j >= i then
begin
ij := TRIANG_INOEX( i, j ) ;
X := SYMMET[ij]
SYM^[ij] := X
if j = i
_hen Y := Y + sqr( X )
else Z := Z + 5qr( X ) ;
end
end ;
RMSEIGENVAL := sqrt( ( Y ÷ Z + Z ) / MATORDER } ;
TOL := RMSEIGENVAL * TOLRATIO ;
THRESH := sqr:( Z ) / MATORDER ;
{ alloca_e 6_orage for working copy of SYMMET }
{ alloca_e s_orage for working copy of ORTHOG }
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MAXITERATIONS := 50 * MRTORDER ;
ITNUM := 0 ;
repeat
ADJUSTED := false
for j := 2 to MATORDER do
begin { j loop }
jj := TRIANG_INDEX( j, j ) ;
for" i := l to j - I do
begin { i loop }
ii := TRIANG_INDEX( i, i > ;
ij := TRIAN6_INDEX( i, j )
if abs( SYM_{iJ] ) > THRESH then
begin { Malrix adjustment }
X := SYM^[ii] - SYM^[jj]
Y := TWO * SYM^[ij] ;
Z := Y / sqrt( sqr( X ) + sqr( Y ) ) ;
if X < ZERO then Z := -Z
SA := Z / sqrt( TWO*(ONE+sqrt( ONE-sqr( Z ) )) ) ;
SASQ := sqr( SR ) ;
CASQ := ONE - SASQ ;
CA := sqrt( CASQ > _ { CA = cosine of rotation angle }
YSACA := Y * SA * CA ;
Z := SYM^[ii) ;
SYM^[ii] := Z * CASQ + YSACA + SYM^[jj] * SRSQ ;
SYM^[jj] := Z * SRSQ - YSACA + SYM^[jj] * CASO ;
SYM^[ij] := ZERO _ { but next rotation may change it }
for k := I to MATORDER do
begin
if k <> i then
if k <> j then
begin
ik := TRIBNG INDEX( i, k )
jk := TRIANG_INDEX( j, k ) ;
Z := SYM^[ik] ;
SYM^Iik] := SYM^[jk] * SA + Z * CA ;
SYM^[jk] := SYM^[jk] * CA - Z * SR ;
end ;
ik := SQUARE INDEX( i, k )
jk := SOUARE_INOEX( j, k ) ;
Z := MAT^[ik] ;
MRT^[ik] := MAT^[jk] * SA ÷ Z * CA
MAT^[jk] := MAT^[jk] * CA - Z * SA ;
end ;
ADJUSTED := true ;
end ; { _alrix adjustment }
end ; { i loop }
end ; { j loop }
if not ADJUSTED then
if THRESH > TOL then
begin { ihreshhold adjustment }
THRESH := THRESH / MATORDER ;
ADJUSTED := true
end _ { threshhold adjustment }
ITNUM := ITNUM + I ;
if ITNUM > MAXITERRTIONS then escape ( 990Z ) ; { abort pgm exect'n }
until not ADJUSTED ;




for i:: I to MRTOROER do
begin
ii := TRIRNG_INDE×( i. i ) ;
OlRG[i] := SYM^[ii] ;
Tor j :: ; to MATORDER do
begin




dispose( SYM ) ;
dispose( MRT ) ;
end ; { procedure OlRGONRLIZE_SYMMRTRIX }
end ; { module UTILMRTH & File 'Uiilmath.l' }
Updated @ Z3:06:04. Sa_ Z7 Sap 1986
{ release temporary storage }
{ release temporary storage }
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{ Uillily SofIware Unii for HP-9000 Model 216 uilh Pascal 3.00p Sys }
module UTILSPIF _ { Subjecl : System/PRSCRL Interface }
{ NASAIJSCIMPROITRW : Sam Wilson }
{ This one module conlains all of lhe syslem-dependenl







{ Pascal 3.0 system module }
{ Pascal 3.0 system module }
{ Pascal 3.0 system module }
{ Pascal 3.0 system module }
exporl { begin exlernally visible declaralions }
consl
TICKSPERSEC = 100 { Series Z00 clock resolulion }
DRTELEN = 24 ; { number of characlers in dale-and-lime siring
LINELEN = 80 ; { max characlers in inpul/oulpul line siring
NRMELEN = B ; { max characlers in "name" siring
PROMPTLEN = 60 ; { max characlers in prompl siring for user inpul
WORDLEN = ZO ; { max characlers in "word" siring
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type
RANDOMINT = l,.maxint-I ; { pseudorandom integer : I,.2147483646 }
DATESTR = string [ ORTELEN ] ;
LINESTR = siring [ LINELEN ] ;
NRMEPRC = packed array [ I..NAMELEN ]
NAMESTR = string [ NAMELEN ] ;
PROMPTSTR = string [ PROMPTLEN ]
WORDSTR = string [ WORDLEN ] ;
of char ;
CHWAITMODE = ( { describes wait mode for CHAR_INPUT function }
CHWRIT, { wait if input buffer is empty }
NOCHWRIT ) ; { don't wait if input buffer is empty }
CHECHOMODE = ( { describes echo mode for CHAR_INPUT function }
CHECHO, { echo characters back to user terminal screen }
NOCHECHO ) _ { don't echo characters back to user terminal }
GOTWHAT = ( { describes result of executing CHAR_INPUT funcln }
NOTHING, { the input buffer was empty (& didn't wait) }
ENDOFLINE, { gol an end-of-line char (<RETURN> keystroke) }
SOMETHING ){ { got a character that was not end-of-line }
CHINPUTREC =
record { returned by the CHAR_INPUT function }
Q : GOTWHRT ; { qualifier for the returned character }
C : char ; { C = ' ' if Q = NOTHING or ENOOFLINE; }
end ; { record } { else C = char produced by user keystroke }
vat
LP : text ; { standard file for printed output; must be }
{ opened by "rewrite" statement somewhere in }
{ program before use }
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procedure INITIRLIZE_IO
{ This procedure performs the I/0 system initialization re-
{ quired to support most applications. Normally it should be
{ the first procedure called by any program.
Updated @Z3:O7:SZ Sat Z7 Sap 1986
procedure CLERN UP IO ;
{ This procedure closes any open files and generally cleans }
{ up the I/O system. Normally it should be the last procedure }
{ called by any program. }
procedure CLERR_LINE ;
{ This procedure clears the line on the user terminal where
{ the cursor is currently located.
procedure CLERR_SCREEN
{ This procedure clears the user terminal screen.
procedure FETCHLN ( vat STR : LINESTR ) ;
{ This procedure reads (and thus removes) characters from the }
{ user terminal input buffer --- storing them in the string }
{ variable STR --- until an end-of-line character (generated }
{ by a <RETURN>* keystroke) has been read. The end-of-line }
{ character is always discarded, along with any other charac- }
{ters in excess of the number (LINELEN) needed to fill the }
{ variable STR to its maximum capacity. }
{ * NOTE: Some keyboards, instead of having a <RETURN> key, }
{ have an <ENTER> key that serves the same purpose. }
{ Wherever "<RETURN>" appears in this and following }
{ descriptions, it should be interpreted as "<RETURN> }
{ or <ENTER>, whichever is present on the keyboard". }
procedure LOITER ( MILLISECS : integer ) ;
{ This procedure loops through meaningless code (effectively }
{ suspending program execution) for the number of milliseconds }
{ specified in its argument. }
procedure SUPPRESS_CURSOR ;
{ This procedure suppresses normal cursor visibility. }
procedure RESTORE_CURSOR
{ This procedure restores normal cursor visibility. }
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procedure MOVE_UP !
{ Thls procedure MOVES the cursor up one line on the user
{ terminal.
procedure SET_BRIGHTBLINK_INVERSE_VIDEO ;
{ This procedure causes characters to be written on the user }
{ terminal screen in the blinking bright inverse vldeo mode, }
{ which remains in effect until another Mode is specified. }
procedure SET_HRLFBRIGHT_INVERSE_VIOEO ;
{ This procedure causes characters to be written on the user }
{ terminal screen in the halfbrlght inverse video mode, }
{ which remains in effect until another Mode is specified. }
procedure SET_NORMRL_VIDEO ;
{ This procedure causes characters to be written on the user }
{ terminal screen in the normal video mode, which remains in }
{ effect until another mode is specified. }
procedure SHOW ( STR : LINESTR ) ;
{ This procedure writes a PRSCRL string to the user terminal. }
procedure SHOWLN ( STR : LINESTR ) ;
{ This procedure writes a PRSCRL string to the user terminal, }
{ and then positions the cursor at the beginning of the next }
{ line. }
procedure SOUND_RLERT |
{ This procedure causes an audible signal to be sounded at the }
{ user terminal, often to indicate that the program Is waiting }
{ for input from the user, sometimes (in real-time simulators) }
{ to indicate tha_ the program is ignoring an attempted inpu_ }
{ because it is not valid or not capable of timely implementa- }
{ tion in the current circumstance. }
procedure SOUNO_ALRRM ;
{ This procedure causes a distinctive audible signal to be }
{ sounded at the user terminal, usually to indicate that some }
{ error condition has occurred Lhat requires corrective action }
{ on the part of the user. }
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procedure START_NEW_PAGE ;
{ This procedure causes a page-eject character to be written }
{ to the standard printed-output file LP, which must have been }
{ opened somewhere in the program with a "rewrite" statement. }
procedure START_RANDOM_NUMBER_SEQUENCE ( SEED : RANDOMINT ) ;
{ This procedure uses the argument SEED to initiate a repeat-
{ able sequence of pseudorandom numbers.
function RRNDOM INTEGER : RANDOMINT ;
{ This function returns a pseudorandom integer from a uniform }
{ distribution in the range of I to MAXINT-I (i.e., in the }
{ range of I to Z147483646). }
funct ion CLOCKTICK : integer ;
{ This function returns an integer corresponding to the number }
{ of "ticks" registered on the system clock since some arbi- }
{ trary fixed time in the past. }
function CPUTICK : integer !
{ This function returns an integer number that grows at the }
{ rate of the expenditure of CPU time (measured in system }
{ clock "ticks") to support the calling process. }
function DATESTRING : DRTESTR ;
{ This function returns a PASCRL string describing the current }
{ date and time in the form, e.g., "I?:3Z:ZS Tue IB Feb 1986". }
function NAMESTRING( PAC : NRMEPAC ) : NAMESTR ;
{ This function returns a PRSCRL string formed by removing }
{ any blank spaces found in the input PAC (packed array of }
{ characters). }
function UPPER_CASE( C : char ) : char ;
( If C is a lower-case letter of the alphabet this function }
{ returns its upper-case counterpart; otherwise it returns }
{ C unchanged. }
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function CRPWORD( WORD : WOROSTR ) : UORDSTR ;
{ This function returns a string formed by replacing all }
{ lower-case letters in the input WORD (if any) with their }
{ upper-case counterparts. }
function CHAR._INPUT( WMODE : CHWRITMODE ;
EMODE : CHECHOMODE ) : CHINPUTREC ;
{ If the user terminal input buffer is empty when this func- }
{ tion is called, it will will either uait for a character to }
{ be input or return immediately to the calling routine, de- }
{ pending on whether the value of WNODE is CHWAIT or NOCHWRIT. }
{ Whenever it finds the buffer unempty, it removes one char- }
{ acter and if the value of EMODE is CHECHO it echoes that }
{ character back to the user terminal. If WMODE = NOCHWRIT }
{ and the input buffer is empty then the value of CHRR_INPUT.Q }
{ is NOTHING; if an end-of-line character is read from the }
{ buffer (the result of the user having pressed the <RETURN> }
{ key) then the value of CHRR__INPUT.Q is ENDOFLINE; otherwise }
{ the value of CHRR_INPUT.Q is SOMETHING and the value of }
{ CHRR_INPUT.C is the character that was read from the buffer. }
{ CHRR_INPUT. C = ' ' (the space character) when the value of }
{ CHRR_INPUT.Q is NOTHING or ENDOFLINE. }
function USER_DECIDES_TO( DO_THIS : PROMPTSTR ) : boolean ;
{ The DO_THIS input string should describe a tentative action, }
{ and after appending the characters ' ? ' it should also form }
{ a question that can be answered "yes" or "no" by the user }
{ (with a single keystroke, as explained below). The boolean }
{ value of this function is TRUE if the user's ansuer is "yes" }
{ and FRLSE if the answer is "no". }
{ The USER DECIDES_T0 function code causes the DO_THIS string, }
{folloued by the characters ' ? ', to be displayed on the }
{ user terminal screen in normal video mode, and then it waits }
{ for the user to press a single key indicating his decision. }
{ Pressing 'Y', 'y', or the <RETURN> key indicates "yes", If }
{ the user presses 'H','h', or '?' (thinking perhaps to obtain }
{ a further description of available options), the SOUND_ALARM }
{ procedure is invoked to give an audible error signal. Any }
{ other keystroke is interpreted as "no". As soon as an an- }
{suer is received, an appropriate character string ('YES' or }
{ 'NO') is displayed in half-bright inverse video mode immed- }
{ lately behind the prompting question, and the corresponding }
{ boolean value (TRUE or FALSE) is returned to the calling }
{ routine. }
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function WORD_INPUT( PROMPT : PROMPTSTR ;
DEFRULT : UORDSTR ) : WORDSTR
{ The PROMPT string, followed by the characters ' : ', is dis- }
{ played on the user terminal screen in normal video mode and }
{ followed on the same line by a display of the DEFRULT value }
{ in blinking bright inverse video mode, signifying that the }
{ user may approve the blinking value as shown or else supply }
{ another value (which will replace the one currently blinking }
{ and become the new value to be approved or replaced), ghen }
{ satisfied with the blinking value, the user terminates the }
{ input process with a single <RETURN> keystroke (i.e., one }
{ that is not preceded by any other keystroke). This causes }
{ the display mode of the blinking value to be downgraded to }
{ steady half-bright inverse video, indicating its acceptance }
{ by the user. The user-approved value (a character string) }
{ is returned (on the stack) to the calling routine as the }
{ value of the functon WORD_INPUT. }
{ If the PROMPT string does not contain a pair of braces (like }
{ the ones enclosing each of these comment lines), then the }
{ user may type in any character string of hls choosing, }
{ which must be terminated with a <RETURN> keystroke. Rfter }
{ deleting any leading or trailing blank spaces, and any other }
{ characters in excess of the number (WORDLEN) required to }
{ fill the INPUT_WORD function value to its maximum capacity, }
{ the value thus supplied will replace the previous blinking }
{ value on the user terminal screen. This cycle is repeated }
{ until a blinking value is approved in the fashion described }
{ in the preceding paragraph. }
{ Braces like the ones enclosing this line --- if present in }
{ PROMPT --- contain a comma-separated list of the only char- }
{acter strings that are permissable input values, from which }
{ the user must make a choice. If the blinking value is not }
{ acceptable to the user, pressing the '-' or the '<' key will }
{ cause its predecessor in the list to be displayed in the }
{ blinking mode for possible approval; pressing any other key }
{ except <RETURN> will cause its successor in the list 1o be }
{ displayed instead. Running off the end of the list in }
{ either direction causes a "wraparound" to the opposite end. }
{ The maximum number of values allowed in the list is ten. }
function RJWORD_INPUT( PROMPT : PROMPTSTR ;
DEFRULT : UORDSTR ;
FIELD : integer ;
MRXLEN : integer ) : WORDSTR ;
{ This function works exactly like WORD_INPUT except that the }
{ the user-input "word", when displayed on the user terminal }
{ screen, is right-justified in a space at least FIELD columns }
{ wide, and the length of the "word" is constrained to be no }
{ greater than MRXLEN. }
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function INTEGER_INPUT( PROMPT : PROMPTSTR !
DEFAULT : integer ;
FIELD : integer ) : integer ;
{ This function works very much like RJWORD_INPUT except of }
{ course the function value is an integer instead of a string, }
{ which makes the MA×LEN argument of RJWORD_INPUT inappropri- }
{ ate in this case. If the user types in a number in fixed- }
{ point decimal format, it is truncated to make it an integer }
{ (i.e., the decimal point and any characters following It are }
{ ignored). Any attempt on the part of the user to input a }
{ non-numeric value causes an audible error signal to be pro- }
{ duced by the SOUND_ALARM procedure, and the blinking value }
{ remains unchanged, }
function FIXED_INPUT( PROMPT : PROMPTSTR ;
DEFAULT : longreal ;
FIELD : integer ;
PLACES : integer ) : longreal ;
{ This function is similar to INTEGER_INPUT except that the }
{ function value is a longreal number instead of an integer. }
{ A fixed-point format is always used to display the function }
{ value on the user terminal screen, and the PLACES argument }
{ specifies how many digits are to be shown after the decimal }
{ point. If the user types in a number with more digits than }
{ what is called for by the PLACES argument, it is rounded to }
{ the nearest decimal digit in the last place shoun on the }
{ screen. The same applies to the DEFAULT value supplied }
{ by the calling routine.
{ are inherent in the transformation between the binary and
{ the decimal representation of a number, the function value
{ returned to the calling routine is exactly that which is
{ shown to the user, with no significant decimal digits lurk-
{ ing unseen beyond the last one displayed (i.e., "what you
{ see is what you get").







{ This function does not require user input to be typed in a }
{ fixed-point format. Integer format is acceptable for whole }
{ numbers, and it is not necessary to type "0" before the dec- }
{ imal point of a fraction nor behind that of a whole number, }
{ An exponential format may be used if that is the user's }
{ preference. For example, the value displayed on the user }
{ terminal screen --- and returned to the calling routine --- }
{ as "150,00" may have been typed in by the user as "149.996", }
{ "150", "150.", "i.5+Z", "l,5eZ", or "1.499963L2" If the }
{ user attempts to input a non-numeric value, FIXED_INPUT will }
{ call the SOUND_ALARM procedure to produce an audible error }
{ signal, and the blinking value will remain unchanged, }
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implement { begin externally invisible part of module }
const
BLINK = chr( 130 ) ;
BRIGHTI = chr( 129 ) ;










= chr( 009 ) ;
= chr( 011 ) ;
= chr( 012 ) ;
= chr( 013 ) ;
= chr( 137 ) ;
= chr( 001 ) ;
= chr( 031 ) ;
= chr( IZ8 ) ;
= chr( 132 ) ;
type
STRING3 = string [ 3 ] ;
REGNUM_6845 = #10..#16 { see ** NOTE belou }
var
RANDOMSEED : RQNDOMINT
REGSELECT [ hex( '51_01' ) ] : REGNUM_6845 ;
CRTREGVRL [ hex( '510003' ) ] : char










The ordinal value of REGSELECT is the number }
of a 6845 CRT controller register into uhich }
a value (CRTREGVRL) is to be uritten for the }
purpose of changing CRT attributes. The SDG }
(Pascal 3.0 System Designers Guide) says that }
changing the contents of 684S registers 0..9 }
can damage the CRT drive circuitry, so DO NOT }
repeat DO NOT change the REGNUM_6845 subrange }
specification ("#10..#15"). }
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RRNDOMSEED := IMAX( I, IMIN( maxint-1, CLOCKTICK ) )
end











urlte ( HOMEUPLEFT,CLEARTOEOM ) ;
end ;
procedure FETCHLN ( var STR : LINESTR ) ;
begin
reedln ( STR )
end ;
procedure LOITER ( MILLISECS : integer ) ;
var
TICK : integer ;
TOCK : integer ;
begin
TOCK := Sysclock + ( TICKSPERSEC * MILLISECS ) div 1000 ;
repeat
TICK := Syeclock
until TICK > TOCK
end
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REGSELECT := chrt 10 )
CRTREGVRL := chr( binary( '_101011' ) ) ;




REGSELECT := chr( 10 )
CRTREGVRL := chr( binary( '01@@1011' ) } ;
{ bit _ 76543Z10
end ;
{ select 6845 register #10 }
{ turn cursor "off" }
see p. Z79 of Pascal 3.0 SDG }
{ select 6845 register _10 }
{ turn cursor "on" }
see p. Z?9 of Pascal 3.0 SDG }
procedure MOVE_UP ;
begin












urite ( NORMRL ) ;
end ;
procedure SHOg ( STR : LINESTR ) !
begin
urlte ( STR ) !
end ;
procedure SHOgLN ( STR : LINESTR ) ;
begin
uriteln ( STR ) ;
end i
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procedure SOUNO_RLRRM ;
begin
Beeper ( 3, 50 ) ;




urite ( LP. FORMFEED )
end ;
procedure STRRT_RQNDOM_NUMBER_SEQUENCE ( SEED : RRNDOMINT ) I
begin
RRNDOMSEED := SEED ;
end ;
function RRNDOM_INTEGER : RANDOMINT ;
yap
I : integer ;
begin
I := RQNDOMSEED ;
Random ( I ) ;
RRNDOMSEED := I !
RRNDOM_INTEGER := I ;
end ;
function CLOCKTICK : inleger ;
begin
CLOCKTICK := Sysclock ;
end ;
function CPUTICK : integer ;
begin
CPUTICK := Sysclock ;
end ;
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function DATESTRING: DATESTR;
type
DAYARR = array ( 0..6 ] of STRING3 ;
MONARR = array [ I..IZ ] of STRING3 ;
const
DAYNAME = DAYARR ( 'Sun','Mon','Tue','Wed','Thu','Fri','Sat' ) ;
MONNAME = MONARR [ 'Jan','Feb','Mar','Apr','May','Jun',
'Jul','Aug','Sep','Oct'.'Nov','Oec' ) ;
var
O : integer ,
DATE : Daterec ,
K : integer ,
JO : integer ,





Sysdate ( DATE ) ;
Systime ( TIME ) ;
uith DATE,TIME do
begin
SECONO := round( Centisecond / 100 ) ;
YR := 1900 ÷ Year ;
JO := JULIAN_DRYNUM( YR. Month, Day) ;
O := ( JD + I ) mod ? ;
WORK := ''
if Hour < 10
then s_rurite ( WORK, I, K, 'O',Hour:1,':' )
else strurile ( WORK, I, K, Hour:Z,':' ) ;
if Minute < 10
then struri_e ( WORK, K, K, 'O',Minu_e:1,':' )
else struri_e ( WORK, K, K, Minute:Z,':' ) ;
if SECOND < 10
then strurite ( WORK, K, K, 'O',SECOND:I,' ' )
else struri_e ( WORK, K, K, SECOND:Z,' ' ) ;
strurite ( WORK, K, K, OAYNAME[D],' ' ) ;
if Day < 10
then strurite ( WORK, K, K, 'O',Day:l,' ' )
else s_ruriie ( WORK. K, K, Day:Z,' ' ) ;
s±rurite ( WORK, K. K, MONNAME[Month],' ' ) ;
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function NRMESTRIN6 ( PRC : NRMEPBC ) : NRMESTR ;
var
i : integer ;
n : integer ;
WORK : NRMESTR ;
begin
6etstrlen( WORK, NAMELEN ) t
n := 0 ;
for i := ! to NRMELEN do
if PRC[i] <> ' ' then
begin
n := n_ 1 ;
WORK[n] := PRCIi] ;
end ;
setstrlen ( WORK, n ) ;
NRMESTRIN6 := WORK ;
end ;
function UPPER_CRSE( C : char ) : char ;
yap
K : integer ;
begin
K := ord( C )
if K >= ord( 'a' ) then
if K <= ord( 'z' ) then
C := chr( K + ord( 'R' ) - ord( 'a' ) ) ;
UPPER_CASE := C ;
end ;
function CRPWORD( WORD : WORDSTR ) : WORDSTR
vat
i : integer ;
n : integer ;
begin
n := strlen( WORD ) ;
if n > @ then
for i := 1 to n do
WORD[i] := UPPER CASE( WORD[i] ) ;
CRPWORD := WORD ;
end ;
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£unctlon CHAR_INPUT( WMODE : CHWAITMODE !
EMOOE : CHECHOMODE ) : CHINPUTREC ;
vat
S : string [ ! ] ;





if Keybuffer^.Size = 0
then WORK.Q := NOTHING
else
begin
Keybufops ( Kgetchar, WORK.C ) ;
if WORK.C = chr( 013 )
then WORK.Q := ENDOFLINE





uhile Keybuffer*.Size = • do
WORK.C := ' ' ;
Keybufops ( Kgetchar, WORK.C ) ;
if WORK.C = chr( 013 )
then WORK.Q := ENDOFLINE
else WORK.Q := SOMETHING !
end ;
end ; { case WMODE }
if WORK.Q <> SOMETHING then
WORK.C := ' ' ;
i£ EMODE = CHECHO then
begin
setstrlen ( S, 1 ) ;
S[i] := WORK.C !
SHOW ( S ) ;
end ;
CHAR INPUT := WORK ;
end ;
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function USER_DECIDES_TO( DO_THIS : PROMPTSTR ) : boolean ;
yap
ANSWER : string[ 3 ] ;
OKAY : boolean ;




SHOW ( DO_THIS+' ? ' )
WORK := CHAR_INPUT( CHWAIT, NOCHECHO ) I
OKAY := true ;
if WORK.Q = ENOOFLINE












ANSWER := 'NO' i




SHOW ( DO_THIS+' ? ' ) ;
SET_HALFBRIGHT_INVERSE_VIDEO ;
SHOW ( ' '+ANSWER+' ' ) ;
SET_NORMAL_VIDEO
SHOWLN ( '' ) ;
if ANSWER = 'NO'
then USER_DECIDES_TO { DO_THIS } := false
else USER DECIDES_TO { DO_THIS } := true ;
end ;
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function WORD_INPUT( PROMPT : PROMPTSTR ;
DEFRULT : WOROSTR ) : WORDSTR
begin




RJWORDINPUT( PROMPT : PROMPTSTR
OEFRULT : WORDSTR ;
FIELD : integer ;
MAXLEN : integer ) : WORDSTR
base : Integer ;
current : integer ;
DELIM : integer ;
FLD : integer
K : integer ;
LBRACE : integer ;
LEN : integer ;
OPTION : array [ 0..9 ] of QORDSTR ;
RBRRCE : integer !
SELECT_MOOE : boolean
VRLUE : WORDSTR ;
VRLUE_RPPROVED : boolean ;
WERK : CHINPUTREC
QIRK : LINESTR ;
WORK : LINESTR ;
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begin { function RJWORD_INPUT }
MRXLEN := IMIN( WORDLEN, MAXLEN ) i
WORK := strltrim( strrtrim( DEFAULT ) ) ;
LEN := IMIN( MRXLEN, strlen( WORK ) ) ;
DEFAULT := sir( WORK, I, LEN ) ;
SELECT_MODE := false ;
LBRRCE := strpos( PROMPT, '{' ) ;
iT LBRRCE > @ then
begin
RBRACE := strpos( PROMPT, '}' ) ;
iT RBRACE > LBRRCE then
begin
SELECT_MODE := true ;
base := @ ;
LEN := RBRRCE - LBRACE ;
WORK := str( PROMPT, LBRRCE+I, LEN ) ;
repeat
DELIM := strpos( WORK, ',' ) ;
iT DELIM = 0 then
DELIM := strpos( WORK, '}' ) !
LEN := DELIM - I ;
WIRK := strltrim( strrtrim( str( WORK. 1, LEN ) ) ) !
LEN := IMIN( MAXLEN, strlen( WIRK ) ) ;
OPTION[basel :: str( WIRK, I, LEN ) ;
strdelete( WORK, 1, DELIM ) ;
base := base + I ;
until strlen( WORK ) = 0 ;
current := base ;
repeat
current := current - I




VALUE := DEFAULT ;
SOUND_ALERT ;
repeat
SHOW ( PROMPT+' : ' ) ;
SET_BRIGHTBLINK_INVERSE_VIDEO ;
FLD := IMAX( FIELD, strlen( VALUE ) )
WORK := '' |
strurite ( WORK,1,K,' ',VALUE:FLD,' ' )
SHOW ( WORK ) ;
SET_NORMRL_VIDEO
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WERK := CHAR_INPUT( CHWAIT, NOCHECHO ) ;
if WERK.Q = ENDOFLINE
then VALUE_APPROVED := true
else
begin
VALUE_APPROVED := false ;
if WERK.C in [ '<','-' ]
then current := ( current - I ) mod base
else current := ( current ÷ I ) Rod base ;






SHOWLN ( '' ) !





if strlen( WORK ) = 0
then VALUE_APPROVED := true
else
begin
VALUE_APPROVED := false ;
WORK := strl_rim( strrtrim( WORK ) ) ;
LEN := strlen( WORK )











SHOW ( PROMPT+' : ' ) ;
SET_HALFBRIGHT_INVERSE_VIDEO ;
WORK := '' !
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slrwrite ( WORK,I,K,' ',VALUE:FLD,' ' )
SHOW ( WORK > ;
SET_NORMAL_VIDEO
SHOWLN ( '' ) !
RJWORD_INPUT := VALUE ;
end ; { functlon RJWORD_INPUT }
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function INTEGER_INPUT( PROMPT : PROMPTSTR ;
DEFAULT : integer ;
FIELD : integer ) : integer ;
var
K : integer ;
TRIAL_VALUE : integer
VALUE : integer ;
VALUE_APPROVED : boolean ;





SHOW ( PROMPT+' : ' )
SET_BRISHTBLINK_INVERSE_VIDEO
WORK := '' ;
strurite ( WORK,I,K,' ',VALUE:FIELD,' ' )
SHOW ( WORK )
SET_NORMAL_VIDEO ;
SHOWLN ( '' )













{ set trap for possible error }
strread ( WORK, I, K, TRIAL_VALUE ) ; { error here maybe }
VALUE := TRIAL VALUE ;
SOUND_ALERT ; { and jump around "recover" statement }
recover SOUND_ALARM ; { come here after error, if any }
until VALUE_APPROVED ;
SHOW ( PROMPT+' : ' ) ;
SET_HALFBRIGHT_INVERSE_VIDEO ;
WORK := ''
strwri_e ( WORK,1,K,' ',VALUE:FIELD,' ' )
SHOW ( WORK )
SET_NORMAL_VIDEO
SHOWLN ( '' )
INTEGER INPUT := VALUE ;
end ;
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function FIXED_INPUT( PROMPT : PROMPTSTR ;
DEFAULT : longreal ;
FIELD : Lnleger ;
PLACES : inleger ) : longreal !
var
K : inleger !
L : Inleger ;
p : Inleger ;
TRIAL_VALUE : Iongreal ;
VALUE : Iongreal ;
VALUE_APPROVED : boolean ;
_ORK : LINESTR !
begin
VALUE := DEFAULT ;
SOUND_ALERT ;
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repeat
WORK := '' ;
strurite ( WORK, 1, K, VALUE:FIELD:PLACES )
strread ( WORK, I, K, VALUE )
SHOW ( PROMPT+' : ' ) |
SET_BRIGHTBLINK_INVERSE_VIDEO ;
SHOW ( ' '+WORK+' ' ) ;
SET_NORMAL_VIDEO ;
SHOWLN ( '' ) ;





L := strlen( WORK )





VALUE_APPROVED := false !
if L > 2 %hen
begin
p := strpos( str(WORK,Z,L-1), '+' ) ;
if p = @ then
p := strpos(str(WORK,Z,L-1), '-' )
if p > 0 then
if not ( (WORK[p]='E ') or (UORK(p]='e ') ) then
strinser% ( 'E', WORK, p+1 ) ;
end ;
p := strpos( WORK, ' ' ) ;
if p > @ then
begin
if p = I
then strinser% ( '0', WORK, I )
else if p = Z then
if ( (WORK[I]='+')or(WORK[I] ='-') ) then
strinsert ( '0', WORK, Z ) ;
p := strpos( WORK, '.' ) ;
if p = s%rlen( WORK )
then strappend ( WORK, '0' )
else if no% ( WORK[p+I] in ['0'..'9'] ) then
strlnser% ( '0', WORK, p+l ) ;
end
try { set trap for possible error }
strread ( WORK, I, K, TRIAL_VALUE ) ; { error here maybe }
VALUE := TRI_L_VALUE
SOUND..RLERT ; { and jump around "recover" statement }
recover SOUND ALARM ; { come here after error, if any }
end ;
until VALUE_APPROVED
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SHOW ( PROMPT+' : ' ) ;
SET_HALFBRIGHT_INVERSE_VIDEO ;
WORK := " ;
strurite ( WORK,I,K,' ',VALUE:FIELD:PLACES,' ' ) ;
SHOW ( WORK ) ;
SET_NORMAL_VIDEO ;
SHOWLN ( '' ) ;
FIXED_INPUT := VALUE ;
end ;
end ; { module UTILSPIF & File 'UTILSPIF.I' }
YDBFIF?D1 1 .4. 1 --24
1.4.Z. Series 500 / HP-UX 5.0 Inter£ace Module
1 .4.Z--i
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$ page $ { begin File 'u_ilspif.l' }
{ U_ili_y Software Unit for HP-9000 Series 500 ui_h HP-UX S.0 Op Sys }
Module UTILSPIF ; { Subject : System/PASCAL Interface }
{ NRSR/JSC/MPAD/TRW : Sam Wilson }
{ This one module contains all of the system-dependent
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60
{ begin externally visible declarations }
{ Series 500 clock resolution }
DATELEN = Z4 ; { number of characters in daCe-and-time s_ring
LINELEN = 80 _ { max characters in input/output line string
NAMELEN = 8 ! { max characters in "name" s_ring
PROMPTLEN = 60 ! { max characters In promp_ string for user inpu_
WORDLEN = 20 ! { max characters in "word" string
¥AB30CD30 1 .4. 2-- 1
File 'utilspif. I'
$ page $
Page 2 Updated Q Z3:09:50 Sat Z7 Sap 1986
type
RANDOMINT = l..maxlnt-1 ; { pseudorandom integer : 1..Z147483646 }
DRTESTR = string [ DRTELEN ] ;
LINESTR = string [ LINELEN ] ;
NRMEPRC = packed array [ I..NAMELEN ]
NRMESTR = string [ NAMELEN ] ;
PROMPTSTR = string [ PROMPTLEN ] ;
WORDSTR = string [ WORDLEN ] ;
of char ;
CHWAITMODE = ( { describes wait mode for CHAR_INPUT function }
CHWRIT, { wait if input buffer is empty }
NOCHWRIT ) ; { don'_ wait if input buffer is empty }
CHECHOMODE = ( { describes echo mode for CHAR_INPUT function }
CHECHO, { echo characters back to user terminal screen }
NOCHECHO ) ; { don't echo characters back to user terminal }
GOTWHAT = ( { describes result of executing CHRR_INPUT funcin }
NOTHING, { the input buffer uas empty (& didn't watt) }
ENDOFLINE, { got an end-of-line char (<RETURN> keystroke) }
SOMETHING ); { got a character that was not end-of-line }
CHINPUTREC =
record ( returned by the CHAR_INPUT function }
Q : GOTWHRT ; { qualifier for the returned character }
C : char ; { C = ' ' if Q = NOTHING or ENDOFLINE! }
end ; { record } { else C = char produced by user keystroke }
vat
LP : text ; { standard file for printed output; must be }
{ opened by "rewrite" statement somewhere in }
{ program before use }
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procedure INITIRLIZE_IO ;
{ This procedure performs the I/O system initialization re-
{ quired to support mosl applications. Normally it should be
{ the first procedure called by any program.
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procedure CLERN UP I0 ;
{ This procedure closes any open files and generalIy cleans }
{ up the I/O system. Normally it should be the last procedure }
{ called by any program. }
procedure CLERR_LINE ;
{ This procedure clears the line on the user terminal where
{ the cursor is currently located.
procedure CLEAR_SCREEN
{ This procedure clears the user terminal screen.
procedure FETCHLN ( vat STR : LINESTR ) ;
{ This procedure reads (and thus removes) characters from the }
{ user terminal input buffer --- storing them in the string }
{ variable STR --- until an end-of-line character (generated }
{ by a <RETURN>* keystroke) has been read. The end-of-line }
{ characler is always discarded, along uith any other charac- }
{ tars in excess of the number (LINELEN) needed to fill the }
{ variable STR to its maximum capacity. }
{ * NOTE: Some keyboards, instead of having a <RETURN> key, }
{ have an <ENTER> key _hat serves the same purpose. }
{ Wherever "<RETURN>" appears in this and following }
{ descriptions, it should be interpreted as "<RETURN> }
{ or <ENTER>, whichever is present on the keyboard". }
procedure LOITER ( MILLISECS : integer ) ;
{ This procedure loops through meaningless code (effectively }
{ suspending program execution) for the number of milliseconds }
{ specified in its argument. }
procedure SUPPRESS CURSOR ;
{ This procedure suppresses normal cursor visibility. }
procedure RESTORE_CURSOR ;
{ This procedure restores normal cursor visibility. }
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procedure MOVE_UP
{ This procedure moves the cursor up one line on the user
{ terminal.
procedure SET_BRIGHTBLINK_INVERSE_VIDEO
{ This procedure causes characlers to be written on the user }
{ terminal screen in the blinking bright inverse video mode, }
{ which remains in effecl until another mode is specified. }
procedure SET_HRLFBRIGHT_INVERSE_VIDEO
{ This procedure causes characters to be wrilten on the user }
{ terminal screen in the halfbright inverse video mode, }
{ which remains in effect until another mode is specified. }
procedure SET_NORMAL_VIDEO
{ This procedure causes characters to be urilten on the user }
{ terminal screen in the normal video mode, which remains in }
{ effect until another mode is specified. }
procedure SHOW ( STR : LINESTR )
{ This procedure writes a PASCAL string to the user terminal.
procedure SHOQLN ( STR : LINESTR )
{ This procedure writes a PASCAL string to the user terminal, }
{ and then positions the cursor at the beginning of the next }
{ line. }
procedure SOUND ALERT !
{ This procedure causes an audible signal to be sounded at the }
{ user terminal, often to indicate that the program is waiting }
{ for input from the user, sometimes (in real-time simulators) }
{ to indicale thai the program is ignoring an attempted input }
{ because it is not valid or not capable of timely implementa- }
{ tion in the current circumstance. }
procedure SOUND_ALARM
{ This procedure causes a distinctive audible signal to be }
{ sounded at the user terminal, usually io indicate that some }
{ error condition has occurred that requires corrective action }
{ on the part of the user. }
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procedure START_NEW_PAGE ;
{ This procedure causes a page-eject character to be written }
{ to the standard printed-output file LP, uhich must have been }
{ opened someuhere in the program with a "rewrite" statement. }
procedure START_RANDOM_NUMBER_SEQUENCE ( SEED : RRNDOMINT ) ;
{ This procedure uses the argument SEED to initiate a repeat-
{ able sequence of pseudorandom numbers.
function RANDOM_INTEGER : RRNDOMINT
{ This function returns a pseudorandom integer from a uniform }
{ distribution in the range of I to MRXINT-1 (i.e., in the }
{ range of I to 2147483646). }
function CLOCKTICK : integer ;
{ This function returns an integer corresponding to the number }
{ of "ticks" registered on the system clock since some arbi- }
{ trary fixed time in the past. }
function CPUTICK : integer ;
{ This function returns an integer number that grows at the }
{ rate of the expenditure of CPU time (measured in system }
{ clock "ticks") to support the calling process. }
functlon DRTESTRING : DRTESTR ;
{ This function returns a PASCAL string describing the current }
{ date and tlme in the form, e.g,, "17:3Z:25 Tue 18 Feb 1986", }
function NRMESTRING( PRC : NRMEPAC ) : NRMESTR ;
{ This function returns a PASCAL string formed by removing }
{ any blank spaces found in the input PRC (packed array of }
{ characters). }
function UPPER_CASE( C : char ) : char
{ If C is a lower-case letter of the alphabet this function }
{ returns its upper-case counterpart; otherwise it returns }
{ C unchanged. }
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function CAPWORD( WORD : WOROSTR > : WORDSTR ;
{ This function returns a string formed by replacing all }
{ lower-case letters in the input WORD (if any) with their }
{ upper-case counterparts. }
function CHAR_INPUT( WMODE : CHWRITMODE ;
EMODE : CHECHOMODE ) : CHINPUTREC ;
{ If the user terminal input buffer is empty when this func- }
{ tion is called, it will will either wait for a character to }
{ be input or return immediately to the calling routine, de- }
{ pending on whether the value of WMODE Is CHWRIT or NOCHWBIT. }
{ Whenever it finds the buffer unempty, it removes one char- }
{ acter and if the value of EMODE is CHECHO it echoes that }
{ character back to _he user terminal. If WMODE = NOCHWAIT }
{ and the input buffer is empty then the value of CHAR..INPUT.Q }
{ is NOTHING; if an end-of-line character is read from the }
{ buffer (the result of the user having pressed the <RETURN> }
{ key) then the value of CHAR._INPUT.Q is ENDOFLINE; otherwise }
{ the value of CHAR_INPUT.Q is SOMETHING and the value of }
{ CHAR_INPUT.C is the character that was read from the buffer. }
{ CHAR INPUT.C = ' ' (the space character) when the value of }
{ CHAR__INPUT.Q is NOTHING or ENDOFLINE. }
function USER_DECIDES_TO( DO_THIS : PROMPTSTR ) : boolean ;
{ The DO_THIS input string should describe a tentative action, }
{ and after appending the characters ' ? ' it should also form }
{ a question that can be answered "yes" or "no" by the user }
{ (with a single keystroke, as explained below). The boolean }
{ value of this function is TRUE if the user's answer is "yes" }
{ and FALSE if the answer is "no". }
{ The USER_DECIDES_TO function code causes the DO_THIS string, }
{folloued by the characters ' ? ', to be displayed on the }
{ user terminal screen in normal video Mode, and then it waits }
{ for the user to press a single key indicating his decision. }
{ Pressing 'Y', 'y', or the <RETURN> key indicates "yes". If }
{ the user presses 'H','h', or '?' (thinking perhaps to obtain }
{ a further description of available options), the SOUND ALARM }
{ procedure is invoked to give an audible error signal. Any }
{ other keystroke is interpreted as "no". As soon as an an- }
{ suer is received, an appropriate character string ('YES' or }
{ 'NO') is displayed in half-bright inverse video Mode immed- }
{ lately behind the prompting question, and the corresponding }
{ boolean value (TRUE or FALSE) is returned to the calling }
{ routine. }
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function WORD_INPUT( PROMPT : PROMPTSTR ;
DEFAULT : WORDSTR ) : WORDSTR
{ The PROMPT string, followed by the characters ' : ', is dis- }
{ played on the user terminal screen in normal video mode end }
{ followed on the same line by a display of the DEFAULT value }
{ in blinking bright inverse video mode, signifying that the }
{ user may approve the blinking value as shown or else supply }
{ another value (which will replace the one currently blinking }
{ and become the new value to be approved or replaced). When }
{ satisfied with the blinking value, the user terminates the }
{ input process with a single <RETURN> keystroke (i.e., one }
{ that is not preceded by any other keystroke). This causes }
{ the display mode of the blinking value to be downgraded to }
{ steady half-bright inverse video, indicating its acceptance }
{ by the user. The user-approved value (a character string) }
{ is returned (on the stack) to the ceiling routine as the }
{ value of the functon WORD_INPUT. }
{ If the PROMPT string does not contain a pair of braces (like }
{ the ones enclosing each of these comment lines), then the }
{ user may type in any character string of his choosing, }
{ which must be terminated with a <RETURN> keystroke. After }
{ deleting any leading or trailing blank spaces, and any other }
{ characters in excess of the number (WORDLEN) required to }
{ fill the INPUT_WORD function value to its maximum capacity, }
{ the value thus supplied will replace the previous blinking }
{ value on the user terminal screen. This cycle is repeated }
{ until a blinking value is approved in the fashion described }
{ in the preceding paragraph. }
{ Braces like the ones enclosing this line --- if present in }
{ PROMPT --- contain a comma-separated list of the only char- }
{ acter strings that are permlssable input values, from which }
{ the user must make a choice. If the blinking value is not }
{ acceptable to the user, pressing the '-' or the '<' key will }
{ cause its predecessor in the list to be displayed in the }
{ blinking mode for possible approval; pressing any other key }
{ except <RETURN> will cause its successor in the list to be }
{ displayed instead. Running off the end of the list in }
{ either direction causes a "wraparound" to the opposite end. }
{ The maximum number of values allowed in the list is ten. }
function RJWORD_INPUT( PROMPT : PROMPTSTR ;
DEFAULT : WORDSTR ;
FIELD : integer !
MRXLEN : integer ) : WORDSTR ;
{ This function works exactly like WORD_INPUT except that the }
{ the user-input "word", when displayed on the user terminal }
{ screen, is right-justified in a space at least FIELD columns }
{ wide, end the length of the "word" is constrained to be no }
{ greeter than MAXLEN. }
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function INTEGER_INPUT( PROMPT : PROMPTSTR ;
DEFAULT : integer ;
FIELD : integer ) : integer ;
{ This function uorks very much like RJWORD_INPUT except of }
{ course the function value is an integer instead of a string, }
{ uhich makes the MRXLEN argument of RJQORD_INPUT inappropri- }
{ ate in this case. If the user types in a number in fixed- }
{ point decimal format, it is truncated to make it an integer }
{ (i.e., the decimal point and any characters following it are }
{ ignored). Any attempt on the part of the user to input a }
{ non-numeric value causes an audible error signal to be pro- }
{ duced by the SOUND_ALARM procedure, and "the blinking value }
{ remains unchanged. }
function FIXED_INPUT( PROMPT : PROMPTSTR ;
DEFAULT : longreal ;
FIELD : integer
PLRCES : integer ) : longreal !
{ This function is similar to INTEGER_INPUT except that the }
{ function value is a longreal number instead of an integer. }
{ R fixed-point format is always used to display the function }
{ value on the user terminal screen, and the PLACES argument }
{ specifies hou many digits are to be shoun after the decimal }
{ point. If the user types in a number with more digits than }
{ what is called for by the PLACES argument, it is rounded to }
{ the nearest decimal digit in the last place shown on the }
{ screen. The same applies to the DEFAULT value supplied }
{ by the calling routine.
{ are inherent in the transformation between the binary and
{ the decimal representation of a number, the function value
{ returned to the calling routine is exactly that which is
{ shown to the user, uith no significant decimal digits lurk-
{ ing unseen beyond the last one displayed (i.e., "what you
{ see is uhat you get").







{ This function does not require user input to be typed in a }
{ fixed-point format. Integer format is acceptable for uhole }
{ numbers, and it is not necessary to type "0" before the dec- }
{ imal point of a fraction nor behind that of a whole number. }
{ An exponential format may be used if that is the user's }
{ preference, For example, the value displayed on the user }
{ terminal screen --- and returned to the calling routine --- }
{ as "i50.00" may have been typed in by the user as "149.996", }
{ "150", "150.", "1.5+2", "l.SeZ", or "!.499963L2". If the }
{ user attempts to input a non-numeric value, FIXED_INPUT will }
{ call the SOUND_ALARM procedure to produce an audible error }
{ signal, and the blinking value uill remain unchanged. }
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implemen_ { begin externally invisible part of Module }
const
DATEPRCLEN = 26 ;
FORMFEED = chr( 012 )
NEQLINE = chr( 010 )
NULLCHBR = chr( 000 )
type
DATEPRC = packed array ( I..DRTEPRCLEN ] of char
DRTEPTR = ^DATEPBC





CUTIME : integer !
CSTIME : integer
end ; ( record }
var
RRNDOMSEED : RRNDOMINT





( vat SECONDS : integer ) : DRTEPTR
( vat TMS : TMSREC ) : integer
( STRTUS : integer )





C routines (defined in 'utilscif.c') called from this Module:
procedure clearline
procedure clearscreen














_rocedure shoupac ( var PRC : PRC256 )
3rocedure Boundalert
3rocedure suppreescursor
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RANDOMSEED := IMAX( I, IMIN( maxini-1. CLOCKTICK ) ) ;
end













procedure FETCHLN ( ver STR : LINESTR )
var
i : integer ;
WORK : PACZ56
begin
fe_chpac ( WORK )
sels_rlen( STR, 0 )
i :=0 ;
repeat
i := i + I ;
if WORK[i] <> NULLCHAR _hen
begin
_e_s_rlen ( STR, i )_
STR[i] := UORK[i]
end ;
until ( WORK[i] = NULLCHRR ) or ( i = LINELEN >
end ;
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procedure LOITER ( MILLISECS : integer ) ;
var
TICK : integer ;
TMS : TMSREC ;
TOCK : integer ;
begin
TOCK :: times( TMS ) + ( TICKSPERSEC * MILLISECS ) div 1000 ;
repeat
TICK := times( TMS ) ;
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procedure SHOW ( STR : LINESTR ) ;
var
i : integer
n : integer ;
WORK : PRCZS6 ;
begin
n := strlen( STR ) ;
if n > 0 then
for i := ! to n do
WORK(i] := STRIi] ;
WORK[n+I] := NULLCHRR ;
5howpac ( WORK ) ;
end ;
procedure SHOWLN ( STR : LINESTR )
yap
i : integer ;
n : integer ;
WORK : PRCZSS
begin
n := strlen( STR ) ;
if n > 0 then
for i := 1 to n do
WORK[i] := STR[i] ;
WORK[n÷I] := NEWLINE ;
WORK[n+Z] := NULLCHRR









LOITER ( 400 ) ;
SOUND_ALERT ;
LOITER ( Z00 )
SOUND_RLERT
end ;
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procedure START_NEW_PAGE ;
begin
write ( LP, FORMFEED ) ;
end
procedure START_RANDOM_NUMBER_SEQUENCE ( SEED : RANDOMINT ) ;
begin
RRNDOMSEEO := SEED ;
end
function RANDOM_INTEGER : RANOOMINT
begin { emulation of Series 200 pseudorandom number generator }
RANDOMSEED := trunc( RMOD( ( RANOOMSEED * 16807L0 ), maxlnt ) ) ;
RANDOM_INTEGER := RANDOMSEED ;
end ;
function CLOCKTICK : integer ;
vBP
TMS : TMSREC ;
begin
CLOCKTICK := times( TMS ) ;
end ;
function CPUTICK : integer ;
vat
TMS : TMSREC ;
TRASH : integer
begin
TRASH := times( TMS ) ;
with TMS do
CPUTICK := UTIME + STIME + CUTIME + CSTIME ;
end ;
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function DRTESTRING : DATESTR ;
var
i : integer ;
POINTER : ORTEPTR ;
SECONDS : integer
WORK : DRTESTR ;
begin
time ( SECONDS ) ;
POINTER := crime( SECONDS ) ;
sets_rlen ( WORK, DRTELEN ) ;
for i := l to 9 do WORK[i] := POINTER^(i+II] ;
for i := 10 to 13 do WORK[i) := POINTER^(i - 9] ;
for i := 14 to 16 do WORK[i] := POINTER^[i - S] ;
for i := 17 to ZO do WORK[i] := POINTER^[i-I2] ;
for i := Zl to 24 do WORK[i] := POINTER_[i ] ;
if WORK[14] = ' ' then WORK[14] := '0'
DATESTRING := WORK
end ;
function NRMESTRIN6 ( PAC : NRMEPAC ) : NRMESTR
vat
i : integer ;
n : integer ;
WORK : NAMESTR ;
beg in
_etstrlen( WORK, NAMELEN ) ;
n := 0 ;
for I := l to NRMELEN do
if PAC[i] <> ' ' _hen
begin
n := n ÷ I ;
WORK[n] := PAOli] ;
end ;
_et_trlen ( WORK, n ) ;
NAMESTRING := WORK ;
end
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function UPPER_CASE( C : char ) : char ;
vat
K : integer ;
begin
K := ord( C ) ;
if K >= ord( 'a' ) then
if K <= ord( 'z' ) _hen
C := chr( K + ord( 'R' ) - ord( 'a' ) ) ;
UPPER_CASE := C
end ;
function CAPWORD( WORD : WORDSTR ) : WORDSTR
vat
i : integer ;
n : integer ;
begin
n := _rlen( WORD ) ;
if n > 0 lhen
for i := I ±o n do
WORD[i] := UPPER_CASE( WORD[i] ) ;
CRPWORD := WORD ;
end ;
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function CHAR_INPUT( WMODE : CHUQITMODE ;
EMODE : CHECHOMODE ) : CHINPUTREC
var
K : integer ;
WORK : CHINPUTREC ;
begin
setcbreak ;
if EMODE = NOCHECHO then
setnocecho
if WMODE = NOCHWAIT then
setnocuait
K := kbdcharcoda








WORK.C := chr( K )
if WORK.C = NEWLINE
_hen
begin
WORK.Q := ENDOFLINE ;








CHAR_INPUT := WORK ;
end ;
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function USER_DECIDES_TO( DO_THIS : PROMPTSTR ) : boolean ;
var
ANSWER : siring[ 3 ] ;
OKAY : boolean ;




SHOW ( DO_THIS+' ? ' ) ;
WORK := CHAR_INPUT( CHWRIT, NOCHECHO ) ;
OKAY := _rue
if WORK.Q = ENDOFLINE












ANSWER := 'NO' ;




SHOW ( DO_THIS+' ? ' ) ;
SET_HALFBRIGHT_INVERSE_VIDEO ;
SHOW ( ' '+ANSWER+' ' ) ;
SET_NORMAL_VIDEO ;
SHOWLN ( '' ) ;
if ANSWER = 'NO'
then USER_DECIDES_TO { DO_THIS } := false
else USER_DECIDES_TO { DO_THIS } := true ;
end ;
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function WORD_INPUT( PROMPT : PROMPTSTR
DEFAULT : WORDSTR ) : WORDSTR
begin




RJWORO_INPUT( PROMPT : PROMPTSTR
DEFAULT : WORDSTR ;
FIELD : integer ;
MAXLEN : integer ) : WORDSTR
base : integer ;
current : integer ;
DELIM : integer ;
FLD : integer ;
K : integer ;
LBRACE : integer ;
LEN : integer
OPTION : array [ O..B ] of WORDSTR ;
RBRACE : integer ;
SELECT_MODE : boolean ;
VALUE : WORDSTR ;
VALUE_APPROVED : boolean ;
WERK : CHINPUTREC
WIRK : LINESTR ;
WORK : LINESTR
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begin { function RJWORD_INPUT }
MAXLEN := IMIN( WORDLEN, MAXLEN ) ;
WORK := strltrim( strrtrim( DEFAULT ) )
LEN := IMIN( MAXLEN, 51rlen( WORK ) )
DEFAULT := sir( WORK, I, LEN )
SELECT_MODE := false ;
LBRACE := slrpos( PROMPT, '{' )
if LBRACE > 0 lhen
begin
RBRACE := slrpos( PROMPT, '}' )
if RBRRCE > LBRRCE then
begin
SELECT_MODE := true !
base := 0
LEN := RBRACE - LBRACE
WORK := sir( PROMPT. LBRRCE+I. LEN ) ;
repeal
DELIM := strpos( WORK, ',' ) ;
if DELIM = 0 then
DELIM := 5_rpos( WORK, '}' )
LEN := DELIM - I
WIRK := slrltrim( strrlrim( sir( WORK, I, LEN ) ) )
LEN := IMIN( MAXLEN, strlen( WIRK ) ) ;
OPTION[base] := sir( WIRK, I, LEN )
slrdelete( WORK, I, DELIM )
base := base ÷ 1
until slrlen( WORK ) = 0
currenl := base ;
repeal
current := current - I







SHOW ( PROMPT+' : ' )
SET_BRIGHTBLINK_INVERSE_VIDEO
FLD := IMAX( FIELD, strlen( VALUE ) ) 1
WORK := "
slrwrite ( WORK,I,K,' ',VRLUE:FLD,' ' ) ;
SHOW ( WORK ) ;
SET_NORMAL_VIDEO
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WERK := CHAR_INPUT( CHWRIT, NOCHECHO ) ;
if WERK.Q = ENDOFLINE




if WERK.C in [ '<','-' ]
_hen current := ( current - 1 ) mod base
else current := ( current + 1 ) mod base






SHOWLN ( '' ) ;





if strlen( WORK ) = 0




WORK := strltrim( strrtrim( WORK ) ) ;
LEN := strlen( WORK )
if LEN > MAXLEN
then
begin








SHOW ( PROMPT+' : ' )
SET_HALFBRIGHT_INVERSE_VIDEO
WORK := "
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6trwrite ( WORK,I,K,' ',VALUE:FLO,' ' ) ;
SHOW ( WORK ) ;
SET_NORMRL_VIDEO ;
SHOWLN ( '' )
RJWORD_INPUT := VRLUE
end _ { function RJWORD_INPUT }
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D function INTEGER_INPUT( PROMPT : PROMPTSTR ;
DEFAULT : integer ;
FIELD : integer ) : integer ;
var
K : integer ;
TRIAL_VALUE : integer ;
VALUE : integer ;
VALUE_APPROVED : boolean I





SHOW ( PROMPT+' : ' )
SET_BRIGHTBLINK_INVERSE_VIDEO
WORK := ''
strurite ( WORK,I,K,' ',VALUE:FIELD,' ' ) !
SHOW ( WORK )
SET_NORMAL_VIDEO
SHOWLN ( '' )











try { set trap for possible error }
strread ( WORK, l, K, TRIAL_VALUE ) ; { error here maybe }
VALUE := TRIAL_VALUE ;
SOUND_ALERT ; { and jump around "recover" statement }
recover SOUND_ALARM ; { come here after error, if any }
end ;
until VALUE_APPROVED ;
SHOW ( PROMPT+' : ' ) ;
SET_HALFBRIGHTINVERSE_VIDEO ;
WORK := "
strurite ( WORK,I,K,' ',VALUE:FIELD,' ' )
SHOW ( WORK )
•SET_NORMRL_VIDEO ;
SHOWLN ( '' )
INTEGER_INPUT := VALUE
end ;
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function FIXED_INPUT( PROMPT : PROMPTSTR ;
DEFAULT : Iongreal ;
FIELD : integer ;
PLACES : inleger ) : longreal ;
yap
K : integer ;
L : integer ;
p : integer ;
TRIAL_VALUE : iongreal ;
VALUE : Iongreal ;
'VALUE_APPROVEO : boolean ;
WORK : LINESTR ;
begin
VALUE := DEFAULT ;
SOUNO ALERT ;
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repeat
WORK := '' ;
strwrite ( WORK, I, K, VALUE:FIELD:PLACES ) ;
s_rremd ( WORK, 1, K, VALUE ) ;
SHOW ( PROMPT+' : ' ) |
SET_BRIGHTBLINK_INVERSE_VIDEO ;
SHOW ( ' '+WORK+' ' ) ;
SET_NORMAL_VIDEO
SHOWLN ( '' ) ;





L := strlen( WORK )






if L > 2 lhen
begin
p := strpos(s_r(WORK,Z.L-I), '+' )
if p = 0 then
p := strpos(s_r(WORK,2,L-I), '-' ) ;
if p > 0 then
if not ((WORK[p]='E') or (WORK[p]='e')) then
strin_ert ( 'E', WORK, p+! ) ;
end ;
p := strpos( WORK, '.' ) ;
if p > 0 _hen
begin
if p = !
then strinsert ( '0', WORK, I )
else if p = 2 then
if ((WORKII]='+')or(WORK[I]='-') ) then
etrinsert ( '0', WORK, Z ) ;
p := s_rpos( WORK, '.' )
if p = strlen( WORK )
then strappend ( WORK, '0' )
else if not ( WORK[p+I] in ['0'..'9'] ) then
strin_ert ( '0', WORK, p+l )
end ;
try { set trap for possible error }
strread ( WORK, 1, K, TRIAL_VALUE ) ; { error here maybe }
VALUE := TRIAL VALUE
SOUNO_RLERT ; { and jump around "recover" statement }
recover SOUND_ALARM ; { come here after error, if any }
end ;
until VALUE_APPROVED ;
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SHOW ( PROMPT+' : ' )
SET_HALFBRIGHT._INVERSE_VIDEO ;
WORK := '' ;
strurite ( WORK,I,K,' ',VALUE:FIELD:PLACES,' ' ) ;
SHOW ( WORK ) ;
SET_NORMAL_VIDEO
SHOWLN ( '' ) ;
FIXED_INPUT := VALUE
end ;
end ; { module UTILSPIF & File 'utilspif.l' }
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{ Utility Software Unit for HP-9000 Series 20013001500 Computers }
module UTILVEMQ ; { Subject : Vectors, Euler angles, matrices, quaternions }




export { begin externally visible declarations }
±ype
EULRRR = { a generic triad of Euler angles }
array [ I..3 ] of longreal ; { representing three sequential }
{ rotations of a rigid body about }
{ orthogonal axes fixed in the }
{ body itself: }
{ X axis = 1 = R = R0L }
{ Y axis = Z = P = PCH }
{ Z axis = 3 = Y = YRW . }
{ The array is indexed according }
{ to the rotation number, NOT the }
{ axis number. }
EULPRY = EULRRR ;
EULPYR = EULRRR
EULRPR = EULRRR i
EULYRY = EULARR ;
{ Euler angles for a PCH/ROL/YAW sequence }
{ Euler angles for. a PCH/YRW/ROL sequence }
{ Euler angles for a ROL/PCH/ROL sequence }
{ Euler angles for a YAW/ROL/YRW sequence }
VECTOR = { a rou matrix of vector compon- }
array [ 1..3 ] of longreal ; { ants in a righ_-handed Carte- }
{ sian coordinate system. Index }
{ = coordinate axis number (phys- }
{ ically) = matrix column number }
{ (mathematically). }
MRT3X3 =
array [ 1..3 ] of VECTOR ;
{ a 3x3 matrix. The element in }
{ the ith row and the j_h column }
{ of malrix M can be addressed as }
{ M[i,j]. The ith row (a vector) }
{ can be addressed as Mill. }
DIRG3X3 = { the elements of a diagonal 3x3 }
array [ I,.3 ] of Iongreal ; { matrix M, stored in the order: }
{ M[I,1] , M[Z,Z] , M[3,3] }
SYMM3X3 = { the elements of a symmetric 3x3 }
array [ 1..6 ] of longreal ; { matrix M, stored in the order: }
{ M[1,1] , }
{ M[Z,I] , M[Z,Z] , }
{ M[3,1] , M[3,Z] , M[3,3] }
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false : ( 5 : longreal
V : VECTOR ) ; { be addressed as Q.S or Q,H,
true : ( H : longreal _ { and the vector part can be
I : longreal _ { addressed as O.V . The in-
3 : longreal _ { dividual components of the
K : longreal ) ; { the vector part can be ad-
end _ { case and record } { dressed as O.V[1], Q.V[Z],
{ Q.V[3] or as Q.I, g.5, Q.K
{ a record containing the sca-}
{ lar and the vector parts of }
{ a quaternlon. The scalar }









ZERVEC = VECTOR [ ZERO, ZERO, ZERO ]
XUNVEC = VECTOR [ ONE, ZERO, ZERO ]
YUNVEC = VECTOR [ ZERO, 0NE, ZERO ]
ZUNVEC = VECTOR [ ZERO, ZERO, ONE ]
{ zero vector }
( unit vector, axis 1 }
{ unit vector, axis Z }
{ unit vector, axis 3 }




{ 3x3 zero matrix }




{ 3x3 identity matrix }
function EULOEG( E : EULRRR ) : EULRRR
{ EULOEG converts a triad of Euler angles from radian measure }
{ to degrees. It is normally used to convert internal values }
{ to measurement units suitable for output. This function is }
{ unique In that angles output by every other routine in this }
{ module are measured in radians. }
function EULRRO( E : EULRRR ) : EULRRR ;
{ This function converts a triad of Euler angles from degree }
{ measure to radlans. It is normally used to convert external }
{ values supplied by the user to measurement units suitable }
{ for internal computations. EULRRO is unique in that the }
{ input angles must of course be measured in degrees, whereas }
{ angles input to every other routine defined in this module }
{ must be measured in radians. }
function DOTP( V , g : VECTOR ) : longreal
{ The value of this function is the dot (scalar) product of
{ the vectors V and W.
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funclion VMRG( V : VECTOR ) : longreal ;
{ The value of lhis funcl on 15 the scalar magnilude of the
{ vector V.
funclion SXV( S : longreal ; V : VECTOR ) : VECTOR ;
{ The value of this funcilon x_ the product of the scalar S
{ and the veclor V.
function CRSP( V , W : VECTOR ) : VECTOR
{ The value of this funclion xs the cross producl of lhe vec-
{ iors V and W; i.e., CRSP(V,Q) = V x W .
}
}
funclion VDIF( V , W : VECTOR ) : VECTOR
{ The value of this funclion is the difference of lhe vectors
{ V and Q; i.e., VDIF(V,W) = V - W .
}
}
function VSUM( V , W : VECTOR > : VECTOR
{ The value of this funclion xs the sum of the vectors
{ V and W.
function VXD( V : VECTOR ; O : OIRG3X3 ) : VECTOR ;
{ The value of this funcilon x_ lhe producl of the veclor
{ (row matrix) V and the diagonal matrix D. Thai is io say,
{ VXD(V,D) = V * M, where "*" represents the Matrix mullipli-





function VXM( V : VECTOR i M : MRT3X3 ) : VECTOR
{ The value of this funclion is lhe product of the veclor
{ (row matrix) V and lhe matrix M, i.e., VXM(V,M) = V * M,
{ where "*" represents the Matrix mulliplicalion operator.
function VXMT( V : VECTOR ; M : MRT3X3 ) : VECTOR ;
{ The value of this function is lhe producl of the veclor
{ (row matrix) V and the transpose of the matrix M, i.e.,
{ VXMT(V,M) = V * T, where "*" represents the matrix multi-
{ pIicalion operalor and T is the IranBpose of M.
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function MDIF( L , M : MRT3X3 ) : MRT3X3 ;
{ The value of this function is the difference of the matrices }
{ L and M; i.e., MOIF(L,M) = L - M . }
function MSUM( L , M : MAT3X3 ) : MRT3X3 ;
{ The value of this function is the sum of the matrices
{ L and M.
function MXM( L , M : MRT3X3 ) : MRT3X3
{ The value of this function is the product of the matrices }
{ L and M; i.e., MXM(L,M) = L * M , where "*" represents the }
{ matrix multiplication operator. }
function
function
MXMT( L , M : MRT3X3 ) : MRT3X3 ;
{ The value of thls function is the product of the matrix L }
{ with the transpose of the matrix M; i.e., MXMT(L,M) = L * T, }
{ where "*" represents the matrix multiplication operator and }
{ T is the transpose of M. }
MTXM( L , M : MRT3X3 ) : MRT3X3 ;
{ The value of this function is the product of the transpose }
{ of the matrix L with the matrix M; i.e., MTXM(L,M) = T * M, }
{ where "*" represents the matrix multiplication operator and }
{ T i6 the transpose of L. }
function MINV( M : MRT3X3 ) : MRT3X3 ;
{ The value of this function is the inverse of the matrix M, }
{ which is computed by the INVERT_MRTRIX procedure of module }
{ UTILMRTH, INVERT_MRTRIX will abort program execution with }
{ an escapecode of 9901 if M is singular, and the value of }
{ MINV will be undefined. The reference to MINV should be }
{ embedded in a "try/recover" construct if it is desired to }
{ provide exception-handling code in the calling routine to }
{ recover from such an eventuality. }
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function IMATQ( T : MRT3X3 ) : QURTERNION
{ Given the inverse (which is equal to the transpose T) of the }
{ orthogonal matrix that transforms vector components from one }
{ Cartesian coordinate system F to another Cartesian system G, }
{ this function computes a quaternion describing an eigenaxis }
{ rotation uhich (assuming the rue systems to have a common }
{ origin) uould rotate the axes of system F into coincidence }
{ with the axes of system G, and returns that quaternion to }
{ the calling routine as the value of IMRTQ.
{ This function is particularly useful for establishing the }
{ angular relationship betueen a fixed reference system and }
{ another system uhose axes can be described in terms of unit }
{ vectors in the reference frame. For instance, if POS J and }
{ VEL_J are the position and velocity vectors of a satellite }
{ in the Mean of 1950.0 geocentric inertial system J, the U }
{ and g axes of the satellite-centered UVW coordinate system }
{ are parallel to POS J and POS_3 x VEL_3, respectively. The }
{ angular orientation of the UVW system H is defined uith re- }
{ spect to 3 by the quaternion QJH, uhich can be determined by }
{ the follouing sequence of statements that also determine MH3 }
{ (the matrix that transforms vector components from system H }
{ to system 3). }
{ }
{ RNGMOM_J := CRSP( POS_J, VEL_3 ) _ }
{ MHJ[3] := SXV( ONE/VMRG( RNGMOM_J ), ANGMOM_3 ) ; }
{ MHJ[1] := SXV( ONE/VMAG( POS_J ), POS_J ) i }
{ MHJ[Z] := CRSP( MHJ[3], MHJ[I] ) ; }
{ QJH := IMRTQ( MHJ ) ; }
{ }
{ If the input matrix fails an orthogonality test based on the }
{ value of UNITOL (see module UTILMRTH) then this routine uill }
{ abort program execution with an escapecode of 97@i, and the }
{ value of IMRTQ uill be undefined. The reference to IMRTQ }
{ should be embedded in a "try/recover" construct if it is }
{ desired to provide exception-handling code in the calling }
{ routine to recover from such an eventuality. }
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function PRYQ( PRY : EULPRY ) : QURTERNION ;
{ The value of this function is a quaternion that describes an }
{ eigenaxis rotation (i.e., a single rotation of a rigid body }
{ about one suitably chosen axis) which has the same final }
{ effect as the sequence of rotations defined by the input }
{ values of the PCH/ROL/YRQ Euler angles. }
{ The vector part of the output quaternion is referenced to }
{ axes fixed in the rigid body, and it points in the direction }
{ of the eigenaxis rotation (i.e., in the direction that a }
{ right-hand screw would travel linearly during a positive }
{ rotation about the eigenaxis). The scalar part is equal to }
{ cos( R/2 ) and the magnitude of the vector part is equal to }
{ sin( R/2 ), where R is the angle of rotation about the }
{ eigenaxis. Thus it can be seen that the sum of the squares }
{ of the components of any quaternion used to define the ori- }
{ entation of a rigid body must be equal to 1.0 (unity). Such }
{ a quaternion is said to be "normalized" and is sometimes }
{ referred to as a "versor", but more often it is called a }
{ "unit quaternion". }
{ When the "rigid body" is an imagined set of Cartesian axes }
{ that is rotated about its origin from a state of coincidince }
{ with the axes of one fixed reference system into a state of }
{ coincidence with the axes of another fixed reference system, }
{ it follows from the preceding paragraph that all components }
{ of the quaternion --- including the components of its vector }
{ part --- have identical values in both of the fixed systems. }
{ Furthermore, the quaternion that describes the inverse rota- }
{ tion (from the second fixed system to the first) can be ob- }
{ rained simply by reversing the sign on all components of the }
{ vector part --- or, alternatively, by changing the sign of }
{ the scalar part and leaving the vector part unchanged. }
function PYRQ( PYR : EULPYR ) : QURTERNION ;
{ This function is identical to PRYQ except that the Euler
{ rotation sequence is PCH/YRW/ROL instead of PCH/ROL/YRW.
function RPRQ( RPR : EULRPR ) : QURTERNION ;
{ This function is identical to PRYQ except that the Euler
{ rotation sequence is ROL/PCH/ROL instead of PCH/ROL/YRW.
function YRYQ( YRY : EULYRY ) : OURTERNION
{ This function is identical to PRYQ except that the Euler
{ rotation sequence is YRW/ROL/YRW instead of PCH/ROL/YRW.
C v
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function QPRY( Q : QUQTERNION ) : EULPRY ;
{ The value of '_his function is a triad of Euler angles for a }
{ PCH/ROL/YRW rotation sequence having the same final effect }
{ as that of the eigenaxis rotation which is defined by the }
{ unit quaternion O. }
function QPYR( Q : QURTERNION ) : EULPYR
{ The value of this function is a triad of Euler angles for a }
{ PCH/YRW/ROL rolation sequence having the same final effect }
{ as that of the eigenaxis rotation which is defined by the }
{ unit quaternion O. }
function QRPR( O : QURTERNION ) : EULRPR ;
{ The value of this function is a triad of Euler angles for a }
{ ROL/PCH/ROL rotation sequence having the same final effect }
{ as that of the eigenaxis rotation which is defined by _he }
{ unit quaternion Q. }
function QYRY( Q : QURTERNION ) : EULYRY
{ The value of this function is a triad of Euler angles for a }
{ YRU/ROL/YR_ rotation sequence having the same final effect }
{ as that of the elgenaxis rotation which is defined by the }
{ unit quaternion O. }
function QMRT( g : QURTERNION ) : MRT3X3
{ Given a unit quaternion Q describing an eigenaxis rotation }
{ which (assuming coincidence of origins) will rotate the axes }
{ of Cartesian system F into coincidence with the axes of sys- }
{tem G, this routine computes the matrix M that transforms }
{ vector components from system F to system G, and returns it }
{ to the calling routine as the value of the function QMRT, }
{ For instance, if VEC_F is referenced to system F and VEC_G }
{ is the physically identical vector referenced to system 6, }
{ then VEC_6 = VXM( VEC_F, QMRT( QF6 ) ), where QFG is a qua- }
{ ternion that defines an eigenaxis rotation from F to 6. }
{ If the sum of the squares of the components of the input }
{ quaternion differs from unity by more than UNITOL (see mod- }
{ ule UTILMRTH) then this routine will abort program execution }
{ with an escapecode of 970Z, and the value of QMRT will be }
{ undefined. If it is desired to provide exception-handling }
{ code in the calling routine to recover from such an eventu- }
{ ality, the reference to QMRT should be embedded in a "try/ }
{ recover" construct. }
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function QCXQ( P , 0 : QURTERNION ) : QURTERNION ;
{ The value of this function is the quaternion product of the }
{ conjugate of P with Q; i.e., QCXQ(P,Q) = C o Q uhere "o" }
{ (circle) represents the quaternion multiplication operator }
{ and C is the conjugate of P (the quaternion that results }
{ from reversing the sign on all components of the vector part }
{ of P). }
function QXQ( P , g : QURTERNION ) : QURTERNION ;
{ The value of this function is the quaternion product of P }
{ with 0; i.e., QXQ(P,Q) = P o Q, where "o" (circle) repre- }
{sents the quaternion multiplication operator. }
function QXQC( P , 0 : QURTERNION ) : QURTERNION !
{ The value of this function is the quaternion product of P }
{ with the conjugate of Q; i.e., QXQC(P,Q) = P o C, where "o" }
{ (circle) represents the quaternion multiplication operator }
{ and C is the conjugate of 0 (the quaternion that results }
{ from reversing the sign on all components of the vector part }
{ of O). }
function UNIQURT( Q : QUATERNION ) : QURTERNION !
{ This routine normalizes the quaternion Q by computing the
{ sum of the squares of all its components, and then dividing }
{ each of them by the square root of that sum. The result is }
{ returned to the calling routine as the value of UNIQURT. }
{ Normalization is required after each update of a (nominally) }
{ unit quaternion (such as one being used to define the ori- }
{ entation of a rigid body) when it is being integrated numer- }
{ ically on a component-by-component basis (i.e., when the }
{ components are being integrated as if they were separate }
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function ROT( V : VECTOR ; Q : QURTERNION ) : VECTOR ;
{ Given a vector V referenced to a Cartesian frame F, and a }
{ uni± quaternion Q defining the orientation of another frame }
{ G with respect to F, this routine transforms V from F to G }
{ and returns the transformed vector to the calling routine }
{ a6 the value of ROT. In term5 of quaternion operations, }
{ ROT(V,O) = C o V o Q, where "o" (circle) represents the qua- }
{ ternion multiplication operator, C represents the conjugate }
{ of Q, and V i5 treated as a quaternion whose scalar part is }
{ zero. In terms of the equivalent matrix operations , }
{ ROT(V,Q) = VXM( V, QMRT( Q ) ), uhich represents the actual }
{ method of computation used in this routine. }
{ If QFG is the name of the aforementioned quaternion in the }
{ calling routine, and if VEC_F is the name of the vector }
{ when it is referenced to frame F, then the statement }
{ }
{ VEC_G := ROT( VEC_F, QFG ) _ }
{ }
{ yields the value of the vector uhen referenced to frame G. }
{ When more than one vector is to be transformed, e.g., }
{ }
{ POS_G := ROT( POS_F, QFQ ) _ }
{ VEL_G := ROT( VEL_F, QFG ) _ }
{ }
{ faster execution uill be realized by the s_atement sequence }
{ }
{ MFG := QMRT( QFG ) _ }
{ POS_G := VXM( POS_F, MFG ) _ }
{ VEL_G := VXM( VEL_F, MFG ) ; }
{ }
{ which minimizes the overhead associated with forming the }
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function IROT( V : VECTOR ; Q : QURTERNION ) : VECTOR ;
{ IROT is the inverse of the ROT function. That is, given a }
{ vector V referenced to a Cartesian frame G, and a unit }
{ quaternion g defining the orientation of G with respect to }
{ another frame F, this routine transforms V from G tO F }
{ and returns the transformed vector to the calling routine }
{ as the value of IROT. In terms of quaternion operations, }
{ IROT(V,Q) : Q o V o C, where "o" (circle) represents the }
{ quaternion multiplica_ion operator, C represents the conju- }
{ gate of Q, and V is trea_ed as a quaternion whose scalar }
{ part is zero. In terms of the equivalent Matrix opera_ions, }
{ IROT(V,Q) = VXMT( V, QMRT( O ) ). which represents _he ac- }
{ tual Method of computation used in this routine. }
{ If QFG is the name of the aforementioned quaternion in the }
{ calling routine, and if VEC_G is the name of the vector }
{ uhen it is referenced to frame G, then the statement }
{ }
{ VEC_F := IROT( VEC_G, QFG ) ; }
{ }
{ yields the value of the vector when referenced to frame F. }
{ When More than one vector is to be transformed, e.g., }
{ }
{ POB_F := IROT( POS_G, QFQ ) ; }
{ VEL_F := IROT( VEL_G, QFG ) ; }
{ }
{ faster execution will be realized by the s_atement sequence }
{ }
{ MFG := QMRT( QFG ) ; }
{ POS_F := VXMT( POS__G, MFG ) _ }
{ VEL_F := VXMT( VEL_G, MFG ) ; }
{ }
{ which minimizes the overhead associated with forming the }
{ transformation Matrix from the quaternion. }
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procedure DIRGONRLIZE ( S : SYMM3X3 ;
TOLRRTIO : longreal ;
var O : DIRG3X3
vat M : MRT3X3 )
{ This procedure calls the DIRGONRLIZE_SYMMRTRI× procedure of }
{ module UTILMRTH, _hich uses the Jacobi method of iteration }
{ to find an or_hogonal matrix M that will (approximately) }
{ transform an unknown diagonal matrix O into the symmetric }
{ matrix S by use of the equation S = T * O * M. where "*" is }
{ the matrix multiplication operator and T is the transpose of }
{ M. Iteration ceases when a value of M is found such _hat }
{ every off-diagonal element of D' = M * S * T (which is an }
{ approximation of O), has an absolute value no greater the }
{ product of the input parameter TOLRRTIO with the root-mean- }
{ square magnitude of the diagonal elements of O. Rfter the }
{ convergence test is satisfied, the diagonal elements of the }
{ approximation O' are returned to the calling routine as the }
{ components of the ou'tput variable D. along with the final }
{ value of the transformation matrix M. }
{ If NERTENS_B is a symmetric 3x3 matrix representing a rigid- }
{ body inertia tensor referenced to an arbitrary body-fixed }
{ Cartesian frame B, then the two statements }
{ }
{ DIRGONRLIZE ( NERTENS_B, 1.0L-6, NERTENS_P, MP8 ) ; }
{ PYRBP := QPYR( IMRTQ( MP8 ) ) ; }
{ }
{ yield the principal moments of inertia (the three components }
{ of the diagonal ma'_rix NERTENS_P) to a numerical accuracy }
{ of approximately one part in a million, plus the PCHIYRWIROL }
( Euler angles (PYRBP) that define the orientation of the }
{ principal axes of inertia with respect to the 8 system. MPB }
{ is a coordinate transformation matrix that can be used _o }
{ transform vectors from reference system P (_hose axes coin- }
{cide with the principal axes of inertia) to system B. }
{ If O' has not converged to the specified tolerance after 150 }
( i_erations, the values of M and O are NOT returned to the }
{ calling routine, and DIAGONRLIZE SYMMRTRIX uill abort pro- }
{ gram execution uith an escapecode of 9902. The reference to }
{ OlRGONALIZE should be embedded in a "try/recover" construct }
{ if it is desired to provide exception-handling code in the }
{ calling routine to recover from such an eventuality. }
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{ begin externally invisible part of module }
function EULDE6( E : EULRRR ) : EULRRR ;
var
j : integer ;
begin




EULRRD( E : EULRRR ) : EULRRR
j : integer ;
begin
for j := I to 3 do EULRRD[j] := RNGRRO( E[j] ) ;
end ;
function DOTP( V , W : VECTOR ) : longreal
begin
OOTP := V[1] * W[1] + V[Z) * W[Z) + V[3) * W[3] !
end
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function VMRB( V : VECTOR ) : Iongreal
begin




5XV( S : longreal ; V : VECTOR ) : VECTOR
j : integer
begin
for J :: I _o 3 do SXV[j] := S * V(j]
end ;
function CRSP( V , W : VECTOR ) : VECTOR
begin
CRSP[1] := V[Z) * W[3] - W[Z] * V[3]
CRSP[2] "= V[3] * W[i) W[3] * V[1]
CRSP[3] := V[1) * W[2] - WEll * V[Z]
end
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-Function
vat
VDIF( V , W : VECTOR ) : VECTOR ;
j : integer ;
begin




VSUM( V , W : VECTOR ) : VECTOR
j : integer ;
begin
for j := 1 to 3 do VSUM[j] := V[j] + W[j]
end
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function
vat
VXD( V : VECTOR ; O : OIAG3X3 ) : VECTOR ;
j : integer ;
begin
for j := I to 3 do VXO[j] := V[j] * O[j]
end ;
funclion VXM( V : VECTOR _ M : MAT3X3 ) : VECTOR
vaP
i : integer
j : integer ;
W : VECTOR ;
begin
g := ZERVEC
for j := I to 3 do
for i := 1 to 3 do
WIj) := WIj] + Vii] * M[i,3] ;
VXM := W
end ;
function VXMT( V : VECTOR _ M : MAT3X3 ) : VECTOR
var
i : integer
j : integer ;
W : VECTOR ;
begin
W := ZERVEC ;
for j := 1 to 3 do
for i := 1 to 3 do
W[jl := W[j] + V[i] * M[3,i]
VXMT := W
end
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_unction MOIF( L , M : MRT3X3 ) : MRT3X3 ;
vBP
i : integer ;
: integer
N : MRT3X3 ;
begin
£or i := 1 to 3 do
£or j := I to 3 do
N[i,j] := L[i,j] - M[i,j] ;
MDIF := N
end ;
£unction MSUM( L , M : MRT3X3 > : MRT3X3 ;
Map
i : integer ;
j : integer ;
N : MRT3X3
begin
$or i := I io 3 do
Sot j := I to 3 do
N[i,j] := L[i,j] + M[i,jl ;
MSUM := N
end
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function MXM( L . M : MAT3X3 ) : MAT3X3
var
i : integer ;
j : integer ;
k : integer ;
N : MAT3X3 ;
begin
N := ZER3X3 ;
for i := I to 3 do
for _ := I to 3 do
for k := I to 3 do
N[i_] := N[i,j] + L[i,k] * M[k,j]
MXM := N
end
function MXMT( L , M : MAT3X3 ) : MAT3X3
yap
i : integer ;
j : integer ;
k : integer
N : MAT3X3 ;
begin
N := 2ER3X3 ;
for i := I to 3 do
for j := I to 3 do
for k := I to 3 do
Nit,j] := Nit,j] + Lit,k] * M[j,k] ;
MXMT := N
end ;
function MTXM( L . M : MAT3X3 > : MAT3X3 ;
vat
i : integer ;
j : integer ;
k : integer ;
N : MAT3X3 ;
begin
N := ZER3X3 ;
for i := 1 to 3 do
for j:= I to 3 do
for k := I to 3 do
N[i,j] := N[i,j] + L[k,i] * M[k,j] ;
MTXM := N ;
end ;
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INVERT_MRTRIX ( M, 3, N )
MINV := N ;
end ;
MINV( M : MRT3X3 ) : MRT3X3




j : integer ;
R : longreal
SRVE : longreal ;
TEST : Iongreal
begin { function IMRTQ }
for i := I to 3 do
for j := i to 3 do
begin
TEST := DOTP( T(i], T[j] ) ;
if i = j then TEST := TEST - ONE ;
if abs( TEST ) > UNITOL then
escape( 9701 ) ;
end
TEST := ONE + T[1,1] + T[2,2] + T[3,3]
if TEST >= ONE
then
begin { H comp }
R := sqrt( TEST ) ;
IMRTQ.H := HRLF * R
F := HRLF / R
IMATQ. I := ( T[2,3] - T[3,Z] ) * F
IMRTQ.3 := ( T[3,1] - T[I,_] ) * F ;
IMBTQ.K := ( T[I,Z] - TE2.1] ) * F
end { H comp }
else
begin { I test }
SRVE := TWO - TEST ;
{ abort program execution }
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TEST := SRVE + TWO * T[1,1]
if TEST >= ONE
%hen
begin { I comp }
R := sqrt( TEST )
IMRTQ.I := HRLF * R
F := HRLF / R
IMRTQ.J := ( r[z.1] + T[1,Z] ) . F
IMRTQ.K := ( T[3.1] + T[1,3] ) . F
IMRTQ.H := ( T[Z,3] - T[3,2] ) * F
end { I comp }
else
begin { J %es% }
TEST := SAVE + TWO * T[Z,Z]
if TEST >= ONE
%hen
begin { J comp }
R := sqr%( TEST ) ;
IMRTQ.J == HRLF * R
F := HRLF / R
IMRTQ.K := ( T[3,Z] + T[Z,3] ) * F
IMRTQ.H := ( T[3,1] - T[I,3] ) * F ;
IMRTQ. I := ( T[I,Z] + T[Z,1] ) * F
end { J comp }
else
begin { K comp }
TEST := SRVE + TWO * T[3,3]
R := sqr%( TEST )
IMRTQ.K := HRLF * R
F := HRLF / R ;
IMRTQ.H := ( T[1,Z] - T[2.1] ) * F
IMRTQ. I := ( T[1,3] + T[3,1] ) * F
IMRTQ.J := ( T[Z,3] + T[3,Z) ) * F
end ; { K comp }
end ; { J %es% }
end ; { 1%es% }
end _ { func%ion IMRTQ }
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function PRYQ( PRY : EULPRY ) : QURTERNION ;
Mar
C : array [ I..3 ] of longreal
HRFRNG : longreal ;
m : integer
S : array [ I..3 ] of longreal ;
begin
for m := 1 to 3 do
begin
HRFRNG := HRLF * PRY[m] ;
C[m] := cos( HAFANG ) ;
S[m] := sin( HAFAN6 )
end ;
PRYQ.H := C[1] * C[2] * C[3] + S[1] * S[Z] * S[3] ;
PRYQ.I := C[i] * S[Z] * C[3] + Sill * C[Z] * 513]
PRYQ.J := Sill * C[2] * C[3] - C[I] * S[Z] * S[3]
PRYQ.K := C[i] * C[2] * S[3] -S[l] * S[Z] * C[3]
end ;
function PYRQ( PYR : EULPYR ) : QUATERNION
var
C : array [ I..3 ] of longreal ;
HRFRNG : longreal ;
m : integer ;
S : array [ I..3 ] of longreal ;
begin
for m := I io 3 do
begin
HRFRN6 := HRLF * PYR[m]
C[m] := cos( HRFRNG ) ;
S[m] := 5in( HRFRNG ) ;
end ;
PYRQ.H := C[1] * C[2] * C[3] - S[1] * S[2] * S[31 i
PYRQ.I := C[I] * C[Z] * S[3] + SIll * S[Z] * C[3]
PYRQ.J := S[l] * C[Z] * C[3] + C[I] * S[2] * S[3] ;
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funciion RPRQ(RPR : EULRPR ) : QURTERNION ;
var
C : longreal
HRFDIF : longreal ;
HRFMID : longreal
HRFSUM : 1ongreal ;
S : Iongreal
begin
HRFMID := HALF * RPREZ]
C := cos( HAFMID )
S := sin( HRFMID ) ;
HRFDIF :: HALF * ( RPR{I] - RPR[3] )
HRFSUM := HALF * ( RPR[1] + RPR[3] ) ;
RPRQ.H := C * cos( HRFSUM )
RPRQ.I := C * sin( HAFSUM )
RPRQ.3 := S * cos( HRFDIF ) ;
RPRQ.K := S * sin( HRFDIF )
end
function YRYQ( YRY : EULYRY ) : OURTERNION
var
C : longreal ;
HRFDIF : longreal
HRFMID : longreal ;
HAFSUM : Iongreal
S : longreal ;
begin
HRFMID := HALF * YRY[Z] ;
C := cos( HAFMID ) ;
S := sin( HRFMID ) |
HRFDIF := HALF * ( YRY[1] - YRY[3] )
HRFSUM := HALF * ( YRY[I] + YRY[3] )
YRYQ.H := C * cos( HRFSUM ) ;
YRYQ.I := S * cos( HRFOIF ) ;
YRYQ.J := S * sin( HRFDIF )
YRYQ.K := C * sin( HAFSUM ) i
end
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function QPRY( g : QURTERNION ) : EULPRY ;
var
HRFOIF : longreal ;
HRFSUM : longreal ;
X : longreal
Y : longreal ;







:= RTAN2( Q.J - Q.K , Q.H + Q.l )
:= ATANZ( g.J + Q.K , Q.H - 0.I )
:= sqr( Q.H ) - sqr'( Q.I ) + sqr( Q.J ) - _qr( Q.K )
:= TWO * ( Q.I * g.J ÷ Q.H * Q.K ) ;
:= TWO * ( Q.H * Q.I - Q.J * Q.K ) ;
QPRY [I] := RNGZ( HRFSUM + HRFDIF ) ;
QPRY [2] := RTRNZ( Z, sqr_( sqr( X ) + sqr( Y ) ) ) ;
QPRY [3] := RNGZ( HRFSUM - HRFDIF )
end




>< : longreal ;








:= RTRN2< Q.J- 0.I , Q.H - Q.K )
:= RTRN2( g.J ÷ 0.I , Q.H + Q.K )
:= sqr( Q.H ) - sqr( Q.I ) + sqr(Q.J) - 5qr( Q.K )
:= TWO * ( Q,J * Q.K - Q.H * 0.I )
:= TWO * ( Q.H * Q.K + Q.I * Q.J )
QPYR [1] := RNGZ( HRFSUM + HRFDIF ) ;
QPYR [Z] := RTRNZ( Z, sqrt( sqr( X ) + sqr( Y ) ) ) ;
QPYR [3I := RNGZ( HRFSUM - HRFDIF ) ;
end ;
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Z : longreal ;
begin
HRFDIF := RTRN2( Q.K , Q.J > ;
HAFSUM := RTRN2( Q,l , Q.H )
X := sqr( Q,H ) + sqr( Q.I )
Y := sqr( O.J ) + Bqr( Q,K )
QRPR (I] := RNGZ( HRFSUM + HRFDIF )
QRPR {2] := TWO * RTRNZ( sqrt( Y )
QRPR [3] :: RNGZ( HRFSUM - HRFDIF )
end |
sqrt( X ) )
function QYRY( Q : QURTERNION ) : EULYRY
vat
HRFDIF : longreal ;
HRFSUM : longreal
X : longreal ;
Y : longreal
Z : longreal ;
begin
HRFDIF := RTRN2( Q.J , Q.I )
HRFSUM := RTRN2( Q.K , Q.H )
X := sqr( Q.H ) + sqr( Q.K ) ;
Y := sqr( Q.I ) + sqr( Q.J ) ;
QYRY (I] := RNG2( HRFSUM + HRFDIF ) ;
QYRY (2] := TWO * RTRN2( sqrt( Y )
QYRY [3] := RNGZ( HRFSUM - HRFOIF )
end ;
sqr_( X ) )
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function QMRT( Q : QUATERNION ) : MRT3X3 ;
yap
R : longreal ;
B : longreal ;
C : longreal ;
G : longreal ;
H : longreal ;
I : longreal ;
J : longreal ;
K : longreal ;
X : longreal ;
Y : longreal ;
Z : Iongreal ;
begin
R := sqr( Q.l ) ;
B := sqr( Q.J ) ;
C := sqr( Q.K ) ;
G := sqr( Q.H ) ;
if abs( G + R + B + C - ONE ) > UNITOL then
escape ( 9702 ) ;
H := G- R- B- C _
I := TWO * Q.H * Q.I ;
J := TWO * Q.H * Q.J
K := TWO * Q.H * Q.K
X := TWO * Q.J * Q.K
Y := TWO * Q.K * Q.I
Z := TWO * Q.I * Q.J ;
QMAT [I,1] := H + R + R
QMRT El,Z] := Z - K ;
QMRT [1,3] := Y ÷ J ;
QMRT [Z,I] := Z + K ;
QMRT [Z,Z] := H + B + B ;
QMRT [Z,3] : = X - I
QMRT [3,1] := Y- J
QMRT [3,Z] := X + I ;
QMAT [3,3] := H + C ÷ C
end
{ abort program execution }
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QCXQ.H := H * Q.H + I * Q.I + J * q.J + K * Q.K
QCXQ.I := H * Q.I - I * Q.H - J * Q.K ÷ K * Q.J
QCXQ.J := H * Q.J - J * Q.H - K * Q.I + I * Q.K ;
QCXQ.K := H * Q.K - K * Q.H - I * Q.J + J * Q.I
end ;
end




QXQ.H := H * Q.H - I * Q.I - J * Q.J - K * Q.K
QXQ.I := H * Q.I + I * Q.H + J * Q.K - K * Q.J
QXQ.J := H * Q.J + J * Q.H + K * Q.I - I * Q.K
QXQ.K := H * Q.K + K * Q.H ÷ I * Q.J - J * Q.I
end ;
end ;




QXQC.H := H * Q.H + I * Q.I + J * Q.J + K * Q.K ;
QXQC.I := I * Q.H - H * Q.I - J * Q.K + K * Q.J
QXQC.J := J * Q.H - H * Q.J - K * Q.I + I * Q.K
QXQC.K := K * Q.H - H * Q.K - I * Q.J + J * Q.I ;
end
end ;
function UNIQURT( Q : QUQTERNION ) : QUQTERNION ;
yap
F : longreal ;
begin
F := ONE I Bqrt( sqr( Q.S ) + DOTP( Q.V, Q.V ) ) ;
UNIQUAT.S := F * Q.S ;
UNIQUAT.V := 5XV( F, Q.V )
end ;
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function ROT( V : VECTOR ; Q : QURTERNION ) : VECTOR ;
begin
ROT := V×M( V, QMAT( Q ) )
end
function IROT( V : VECTOR; O : QUATERNION ) : VECTOR
begin
IROT := VXMT( V, QMAT( Q ) )
end
procedure DIAGONALIZE ( S : SYMM3X3 ;
TOLRRTIO : longreal ;
vat O : OIAG3X_ ;
vBr M : MAT3X3 ) !
begin
DIAGONRLIZE_SYMMATRIX ( S, 3, TOLRATIO, 0, M ) ;
end ;
end ; { module UTILVEMQ & File 'U_ilvemq.l' }
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File 'Utilstat.l' Page 1 Updated @17:58:30 Fri IZ Sap 1986
$ page $ { begin File 'Utilstat.l' }







{ Subject : Statistics }
{ NASR/JSC/MPRD/TRW SamWilson }
{ Updated 17:58:10 Fri IZ Sap 1986 }
{ begin externally visible declarations }
SIXVEC = { a six-vector (row Matrix).
array [I..6] of longreal ; { Index = Matrix column number.
SIXPOPOEF = { an array defining a population
array [I..21] of longreal ; { of six-vectors whose components
{ are zero-Mean random numbers
{ having correlated Gaussian
{ (normal> distributions. The












], C[4,2], C[4,3], S[4],
], C[5,Z], C[5•3], C[5,4], S[5],
], C[6,2], C[6,3], C[6,4], C[6,5],
















{ nent and C[i,j] = C[j,i] is the coefficient of correla- }
{ tion between components I end j. The Magnitudes of the }
{ C[i,j] MUSt be less than ONE (unity), and the S[j] MUSt }
{ be positive. This array is related to the population }
{ covariance Matrix COVRR through the equation }
{ }
{ COVAR[i,j] = SIi] * S[j] * C_i,j] , }
{ }
{ where C[j,j] = ONE by definition. The 6x6 correlation }
{ Matrix composed of the C[i,j] (including the ONE values }
{ on the Main diagonal) MUSt be positive definite. }
TRIRNGGX6 = { an array containing the nonzero }
array [I..ZI] of longreal ; { elements of a 6x6 triangular }
{ Matrix (Bee TRIANGMRT type dec- }
{ lara_ion in Module UTILMATH). }
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var
RUNNUM : integer ; { Identification number for a simulation run }
{ in a Monte Carlo series. If RUNNUM > O, }
{ the assumed purpose of the run is to analyze }
{ the effects of random dispersions and errors and/or to gen- }
{ erate Monte Carlo s_atistics, and all the pseudorandom num- }
{ bet functions defined in this module (UNIFORM_RANDOM_SCALAR, }
{ GAUSSIAN_RANOOM_SCALAR, GAUSSIAN_RANOOM_SIXVECTOR) will have }
{ nonzero values. If RUNNUM <= O, 'the assumed purpose is to }
{ analyze or to familiarize the simulator pilot with the nomi- }
{nal situation, and the pseudorandom functions will have zero }
{ values. }
function UNIFORM_RANDOM_SCALAR( UNCERTAINTY : Iongreal ) : Iongreal !
{ If RUNNUM > 0, the value of this function is a pseudorandom }
{ number from a population which is uniformly distributed }
{ over the interval between -UNCERTAINTY and +UNCERTAINTY. }
{ If RUNNUM <=_, the value of this function is ZERO. }
function GAUSSIAN_RANDOM_SCALAR( SIGMA : longreal ) : longreal ;
{ If RUNNUM > 0, the value of this function is a pseudorandom }
{ number from a Gaussian (i.e,, normally distributed) popula- }
{ tion having a mean of zero and a standard deviation (square }
{ root of variance) equal to SIGMA. If RUNNUM <= 0, the }




Page 3 Updated _ I?:58:30 Fri IZ Sep 1986
function SIXTUC_MRTRIX( 51XPOP : SIXPOPDEF ) : TRIRNGGX6
{ The value of this function is an upper triangular 6x6 matrix }
{ that can be used to transform a six-vector of uncorrelated }
{ zero-mean unit-variance Gaussian psedorandom numbers (U) }
{ into a pseudorandom six-vector of correlated components (V) }
{ from the population defined by SIXPOP. The transformation }
{ is defined by the equation }
{ }
{ V = U * SIXTUC_MRTRIX( SIXPOP ) , }
{ }
{ where "*" represents the matrix multiplication operator and }
{ the components of U are GRUSSIRN_RRNDOM_SCRLRR function }
{ values, viz: }
{ }
{ U(j) = GRUSSIRN_RRNDOM_SCRLRR( ONE ) }
{ }
{ for j = 1,2,....6 . }
{ If any one of three possible error conditions are found to }
{ exist in SIXPOP, the value of 5IXTUC_MRTRIX is undefined, }
{ and program execution uill be aborted. The escapecode is }
{ set equal to 9601 if one of the standard deviations (S[j)) }
{ is found to be zero or negative. The escapecode is set to }
{ 960Z if an off-diagonal coefficient of correlation (C[i,j]> }
{ is found to be greater than or equal to ONE. If the corre- }
{ lation matrix is found to be other than positive definite, }
{ the escapecode is set equal to 9603. The reference to }
{ SIXTUC .MRTRIX should be embedded in a ,try/recover" con- }
{ struct if it is desired to provide exception-handling code }
{ to recover from such eventualities. }
function GRUSSIRN_RRNOOM_SIXVECTOR( SIXTUC : TRIRNG6XG ) : 51XVEC ;
{ Given SIXTUC = SIXTUC_MRTRIX( SIXPOP ), this routine uill }
{ compute a pseudorandom Gaussian six-vector from the popula- }
{ tion defined by SIXPOP, and return it to the calling routine }
{ as the value of GRUSSIRN_RRNDOM_SIXVECTOR. If RUNNUM <= 0, }
{ every component of GQUSSIRN_RRNDOM_SIXVECTOR will have a }
{ value of ZERO. }
¥21BDCGID ] . 6--3
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D implement { begin externally invisible part of module }
function UNIFORM_RANDOM SCALAR( UNCERTAINTY : longreal ) : longreal ;
vat
R : longreal ;
X : longreal |
begin
R := maxint |
X := RANDOM_INTEGER I R ;
if RUNNUM > 0
then UNIFORM_RRNDOM_SCRLRR := ( TWO * X - ONE ) * UNCERTAINTY
else UNIFORM_RRNOOM_SCALRR := ( TWO * X - ONE ) * ZERO
end ;




X : longreal ;
begin
X := ZERO
for n := I to 12 do
X := X + RANDOM_INTEGER
G := X / maxint - SIX
if RUNNUM > 0
then GRUSSIAN_RANDOM_SCALRR := G * SIGMA
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function SIXTUC_MRTRIX( SIXPOP : SIXPOPOEF ) : TRIRNG6X6
{ Ref: Subroutine SAMPLE in Program OMDAP, coded by Elric McHenry }
{ (modified by O. M. 8raley), NRSR/JSC/MPRO, ante April 1976 }
cons±
SIZE : 6 ; { number of vector components }
var
i : integer ;
ii : integer ;
ij : integer ;
j : integer
jj : integer ;
k : integer ;
M : TRIRN66×6 ;
X : longreal ;
begin
for i := I to SIZE do
begin
ii := TRIANG_INOEX( i, i ) ;
if SIXPOP(ii] <= ZERO then
escape ( 9601 ) ;
X := ONE ;
if i > I then
for k := ! to 1-I do
{ illegal standard deviation }
X := X - sqr( M[TRIRNG_INOEX(k,i)] ) ;
if X > ZERO
then M[ii] := sqr_( X )
else escape ( 9603 ) ; { correlation matrx is nol pos definite }
if i < SIZE then
for j := i+I to SIZE do
begin
i_ := TRIRNG_INDEX( i, j ) ;
if abs( SIXPOP{ij] ) < ONE
then X := SIXPOP[ij]
else escape ( 9602 )
if i > I then
for k := I io i-I do
X := X- M[TRIANG_INDEX(k,i)] *
M( TRIRNG_INOEX( k ,j )]
M(ij] := X / M[ii] ;
end ;
for j := i to SIZE do
begin
ij := TRIRNG_INOE×( i, j )
jj := TRIRNG_INOEX( j, j )
SIXTUC_MRTRI)([ij] := M(ij] * SIXPOP[jj] ;
end ;
{ illegal correlation coeff }
end ;
end ;
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funclion GRUSSIRN_RRNOOM_SIXVECTOR(SIXTUC: TRIRNG6X6) : SIXVEC;
var
i : integer ;
ij : integer ;
j : integer ;
k : integer i
U : SIXVEC ;
V : SIXVEC i
begin
for j := 1 to G do
U[j] := GAUSSIRN_RRNDOM_SCRLRR( ONE ) ;
for j := 1 to 6 do
begin
VIi] := ZERO ;
for i := I to j do
V[_] := V[_] + U[i] * SIXTUC[TRIRNG_INOEX(i,j)] i
end ;
GRUSSIRN_RRNOOM_SIXVECTOR := V i
end ;
end i { module UTILSTRT & File 'Uiil_lai. I' }
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1.7. C Inter$ace ui_h HP-UX Opere_inq System
File 'utilscif.c' Page I
/* begin File 'utilscif.c' */
/* Utility Software Unit For HP-9000 Series $00 uith HP-UX 5.0 Op Sys
void main() {}
Updated @ 19:46:05 Mon Z9 Sep 1986
/* Subjec_ : SyB_em/C Interface */
/* NRSR/JSC/MPRD/TRU : Sam Uilson */
/* This compilation unit contains the C functions
/* required to interface the PASCAL code uith the











ge_yx( stdscr, row, col ) ;












void fetchpac( s ) char *s ;
{
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ge%yx( s%dscr, row, col ) ;






a%%rse%( R_BOLD ) ;
}
/* uses %erminfo(5) "bold" siring en%ry, which */
/* mus% be defined in such a fashion %ha% --- */
/* when %ransmi%%ed %0 %erminal --- i% will */




a%%rse%( R_BLINK ) ;
}
/* uses %erminfo(5) "blink" siring en%ry, which */
/* mu5% be defined in such a fashion as %0 se% */
/* %he %erminal in %he blinking inverse video */


















a%%rse%( R_DIM ) ;
}
/* uses %erminfo(5) "dim" siring en%ry, which */
/* mus% be defined in such a fashion as %0 se% */
/* %he %erminal in ihe halfbrigh% inverse */



















at_rset( R_NORMRL ) ;
}
J_ ........................................



















uses terminfo(5) "prot" string entry, which */
must be defined in such a fashion that --- */
when transmitted to the terminal --- it */
will make the cursor become invislble */
,/
J_ .............
/* end File 'utilscif.c' */
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Z. UNIT TEST PROGRRM
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Z.1. HP-9000 PASCAL Test Proqram Driver
2.1--i
Z.l.l. Model ZI6 / Pascal 3.0 Tesi Program Driver
7.1. 1--i
File 'UTILTEST.TEXT' Page 1
{ begin File 'UTILTEST.TEXT' }
Updaled _ 08:05:08 Mon 29 Sap 1986
{ Uiilily Sofluare Unil for HP-9000 Model ZIG ui_h Pascal 3.00p Sys }
$ Sy_prog On $
$ search 'UTILUNIT' $
$ Ref 60 $
program TEST_UTILITY_SOFTWRRE_UNIT ( inpul, outpul ) ;







O = DIRG3X3 [ 30.0L0, 10.0L0, 40.0L0 ] ;
= MRT3X3 [
VECTOR [ ZS.OLO, 0.0L0, 0.0L0 ] ,
VECTOR [ 0.0L0, 40.0L0, 0.0L0 ]
VECTOR [ 0.0L0, 0.0L0, 55.0L0 ] ]
L = MRT3X3 [
VECTOR [ ONE, TWO, -THREE ] •
VECTOR [ -TWO, FIVE, SIX ]
VECTOR [ FOUR, THREE, -FOUR ] ]
M = MRT3X3 [
VECTOR [ ONE, THREE, NINE ] ,
VECTOR [ FOUR, FIVE, SIX ]
VECTOR [ SEVEN, EIGHT, TWO ] ] ;
PRY = EULPRY [ -145.0L0, 65.0L0, -170.0L0 ] ;
PYR = EULPYR [ 80.0L0, -35.0L0, IZO.0LO ] ;
RPR = EULRPR [ 10.0L0, -IS.OLO, Z0.0LO ] ;
YRY = EULYRY [ -S.OLO, 80.0L0, -SS.OLO ] ;
V = VECTOR [ TWO, -SIX, THREE ] ;




VUB : longreal ;
CDF : longreal ;
end ; { record }
{ record of data pertaining to one class of }
{ values for a conlinuous random variable }
{ value of lhe upper bound for this class }
{ cumulalive dislribulion function for this class }
CLRSSRRR =
array [ 0..I0 ] of CLASSREC
{ descriplion of the dislribulion }
{ of a continuou_ random variable }
DESCRIPSTR = siring [ ZZ ] ; { descriptive text for an outpul quantily }
¥22724C32 Z_ 1 - 1 -- I








CPUSAVE : integer ;
E : OIAB3X3 ;
H : in_eger ;
N : MRT3X3 ;
OUTLINE : LINESTR ;
P : QUATERNION ;
Q : QUATERNION ;
R : QUATERNION ;
S : SYMM3X3 ;
TIME : longreal ;
X : VECTOR ;
procedure PRINT_FIXEO SCALAR ( DESCRIP : OESCRIPSTR ; S : Iongreal ) ;forward;
procedure PRINT_FIXED_DIAG3X3( OESCRIP : OESCRIPSTR ; O : OIAG3X3 ) ;forward;
procedure PRINT_FIXEO_EULARR ( DESCRIP : DESCRIPSTR ; E : EULARR ) ;forward;
procedure PRINT_FIXED VECTOR ( OESCRIP : DESCRIPSTR ; V : VECTOR ) ;forward;
procedure PRINT_FIXED_MAT3X3 ( OESCRIP : DESCRIPSTR ; M : MAT3X3 ) ;forward;
procedure PRINT_FIXED_SIXVEC ( OESCRIP : DESCRIPSTR ; V : SIXVEC ) ;forward;
procedure PRINT_FIXED_SIXPOP ( DESCRIP : DESCRIPSTR ; S : SIXPOPDEF) ;forward;
procedure PRINT FLOAT_SCALAR ( DESCRIP : OESCRIPSTR ; S : longreal ) ;forward;
procedure PRINT_FLOAT_EULARR ( OESCRIP : OESCRIPSTR ; E : EULARR ) ;forward;
procedure PRINT_FLOAT_VECTOR ( OESCRIP : OESCRIPSTR ; V : VECTOR ) ;forward;
procedure PRINT_FLOAT_MAT3X3 ( DESCRIP : OESCRIPSTR ; M : MRT3X3 ) ;forward;























$ include 'Pr_procs. I.' $
$ include 'Tes_ma_h.l.' $
$ include 'Testspif. I.' $
$ include 'Testvemq. I.' $
$ include 'Tes±s_a_.I.' $
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File ' UTILTEST.IEXT'
$ page $
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rewrite ( LP. 'UTILTEST.R' )
if USER_DECIDES_TO('Test UTILMRTHmodule' ) then TEST_UTILMRTH_MODULE;
if USER_DECIDES_TO('Test UTILSPIFmodule' ) then TEST_UTILSPIF_MODULE
if USER_DECIDES_TO('Test UTILVEMQmodule' ) then TEST_UTILVEMQ_MODULE;
if USER_DECIDES_TO('Test UTILSI'ATmodule' ) then TEST_UTILSTATMODULE;
for H := I to 5 do writeln ( LP ) ;
OUTLINE:= 'Tests completed @' + DATESTRIN6
SHOWLN( OUTLINE)
SHOWLN( '' )
writeln ( LP. OUTLINE)
wri_eln ( LP )
TIME := ( CPUTICK- CPUSAVE) / TICKSPERSEC
OUTLINE := ''
_trwrite ( OUTLINE,I.H.'CPU time = ',TIME:S:2,' seconds' ) ;
5HOWLN ( OUTLINE )
SHOWLN ( '' )
wrileln ( LP, OUTLINE )
writeln ( LP )
TIME := ( CLOCKTICK - CLOCKSAVE ) / TICKSPERSEC
OUTLINE := ''
s_rwriSe ( OUTLINE,I,H,'Elapsed _ime = ',TIME:S:Z,' seconds' ) !
SHOWLN ( OUTLINE )
5HOWLN ( '' )
wrileln ( LP, OUTLINE ) I
writeln ( LP )
close ( LP, 'SRVE' ) ;
SHOWLN ( 'Test results have been saved in _ext file ''UTILTEST.R''' )
LOITER ( 500 )
CLEAN_UP_IO
end { program TEST_UTILITY_SOFTWARE_UNIT & File 'UTILTEST.TEXT' }
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File 'utiltest.p' Page 1
{ begin File 'utiltesl.p' }
Updated @ 08:06:06 Mon 29 Sap 1986
{ Utility Softuare Unit for HP-9000 Series 500 uith HP-UX 5.00p Sys I
$ standard_level 'hp_modcal' $
$ search 'utilunit.o' $
program TEST_UTILITY SOFTWARE_UNIT ( input, output ) ;







D = OlRG3X3 [ 30.0L0, 10.0L0, 40.0L0 ] ;
= MAT3X3 [
VECTOR [ 25.0L0, 0.0L0, 0.0L0 ] ,
VECTOR [ 0.0L0, 40.0L0, 0.0L0 ]
VECTOR [ 0.0L0, 0.0L0, 55.0L0 ] ]
= MBT3X3 [
VECTOR [ ONE, TWO, -THREE ] ,
VECTOR [ -TWO, FIVE, SIX ] I
VECTOR [ FOUR, THREE, -FOUR ] ]
= MRT3X3 [
VECTOR [ ONE, THREE, NINE ] ,
VECTOR ( FOUR, FIVE, SIX )
VECTOR [ SEVEN, EIGHT, TWO ) )
PRY = EULPRY [ -145.0L0, 65.0L0, -170.0L0 ]
PYR = EULPYR [ 80.0L0, -35.0L0, 120.0LO ] ;
RPR = EULRPR [ 10.0L0, -IS.OLO, 20.0L0 ]
YRY = EULYRY [ -5.0L0• 80.0L0, -55.0L0 ]
V = VECTOR [ TWO, -SIX, THREE ) ;






end ; { record }
{ record of data pertaining to one class of }
{ values for a continuous random variable }
{ value of the upper bound for this class }
{ cumulative distribution function for this class }
CLRSSRRR =
array [ 0..10 ] of CLRSSREC ;
{ description of the distribution }
{ of a continuous random variable }
DESCRIPSTR = string [ ZZ ] ; { descriptive text for an output quantity }
¥99183R18 Z . 1 . Z-- !
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CPUSRVE : inleger ;
E : OIRG3X3 ;
H : integer ;
N : MRT3X3 ;
OUTLINE : LINESTR ;
P : QURTERNION ;
Q : QURTERNION ;
R : QURTERNION ;
S : SYMM3X3 ;
TIME : longreal ;
X : VECTOR ;
_rocedure PRINT_FIXEO_SCRLRR ( OESCRIP : OESCRIPSTR ; S : longreal ) ;forward;
3rocedure PRINT._FIXED_DIRG3X3( DESCRIP : DESCRIPSTR ; O : DIRG3X3 ) ;forward;
_rocedure PRINT_FIXED_EULRRR ( DESCRIP : DESCRIPSTR ; E : EULRRR ) ;forward;
_roceduro PRINT_FIXED_VECTOR ( DESCRIP : DESCRIPSTR ; V : VECTOR ) ;forward;
_rocedure PRINT_FIXED_MRT3X3 ( OESCRIP : DESCRIPSTR ; M : MRT3X3 ) ;forward;
_rocedure PRINT_FIXED_SIXVEC ( OESCRIP : DESCRIPSTR ; V : SIXVEC ) ;forward;
orocedure PRINT_FIXEOSIXPOP ( OESCRIP : OESCRIPSTR ; S : SIXPOPDEF) ;forward;
procedure PRINT FLORT SCRLRR ( OESCRIP : DESCRIPSTR ; S : longreal ) ;forward;
procedure PRINT_FLORT_EULRRR ( DESCRIP : DESCRIPSTR ; E : EULRRR ) ;forward;
procedure PRINT_FLORT_VECTOR ( DESCRIP : OESCRIPSTR ; V : VECTOR ) ;forward;
procedure PRINT,FLORT_MRT3X3 ( OESCRIP : OESCRIPSTR ; M : MRT3X3 ) ;forward;























$ include 'PrtprocB.l' $
$ include 'Testmath.l' $
$ include 'Tesi_pif. I' $
$ include 'Testvemq. I' $
$ include 'Tes_s_at.I' $
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begin { program TEST_UTILITY_SOFTWRRE_UNIT }
INITIALIZE_IO ;
CLOCKSRVE := CLOCKTICK
CPUSAVE := CPUTICK ;
rewrite ( LP, 'utiltest. R' ) ;
if USER_DECIDES_TO( 'Test UTILMRTH module' ) then TEST_UTILMATH_MODULE !
if USER_DECIDES_TO( 'Test UTILSPIF module' ) then TEST_UTILSPIF_MODULE
if USER_DECIDES_TO( 'Test UTILVEMQ Module' ) then TEST UTILVEMQ_MODULE
if USER_DECIDES TO( 'Test UTILSTRT module' ) then TEST_UTILSTRT_MODULE
for H := I to 5 do uriteln ( LP ) ;
OUTLINE := 'Tests completed @ ' + DRTESTRING ;
SHOWLN ( OUTLINE )
SHOWLN ( '' ) ;
writeln ( LP, OUTLINE )
writeln ( LP )
TIME := ( CPUTICK - CPUSRVE ) / TICKSPERSEC
OUTLINE := '' ;
strwri_e ( OUTLINE,I,H,'CPU time = ',TIME:5:2,' seconds' ) ;
SHOWLN ( OUTLINE ) ;
SHOWLN ( '' )
writeln ( LP, OUTLINE )
uriteln ( LP ) ;
TIME := ( CLOCKTICK - CLOCKSRVE ) / TICKSPERSEC ;
OUTLINE := '' ;
strwri%e ( OUTLINE,I,H,'EIapsed time = ',TIME:S:2,' seconds' ) ;
SHOWLN ( OUTLINE ) ;
SHOWLN ( '' ) ;
writeln ( LP, OUTLINE ) ;
writeln ( LP ) ;
close ( LP, 'SRVE' ) ;
SHOWLN ( 'Test results have been saved in text file ''utiltest. R''' ) ;
LOITER ( 500 ) ;
CLERN_UP_IO ;
end { program TEST_UTILITY_SOFTWRRE_UNIT & File 'utiltest.p' }
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File 'Prtprocs. I' Page I Updated @ 23:23:05 Sat 27 Sep 1986
$ page $ { begin File 'Prtprocs.l' }
{ Utility Softuare Unit for HP-9000 Series Z00/)00/500 Computers }
{ NRSR/JSC/MPRO/TRW : Sam Wilson }
procedure PRINT_FIXEO_SCRLRR ( DESCRIP : DESCRIPSTR ; S : longreal ) ;
begin
writeln ( LP, OESCRIP:ZZ,S:;9:I3 ) ;
end ;
procedure PRINT_FIXEO_DIRG3X3 ( OESCRIP : DESCRIPSTR ! O : DIRG3X3 )
yap
j : integer ;
begin
write ( LP, OESCRIP:Z2 ) ;
for j := I to 3 do wrile ( LP, 0(j):19:13 ) ;
writeln ( LP > ;
end
procedure PRINT_FIXEO_EULRRR ( DESCRIP : DESCRIPSTR ; E : EULQRR
war
j : integer ;
begin
write ( LP, OESCRIP:22 ) ;
for j := I to 3 do write ( LP, E(j]:I9:13 ) ;
writeln ( LP ) ;
end ;
) ;
procedure PRINT_FIXEO_VECTOR ( DESCRIP : DESCRIPSTR ; V : VECTOR
vat
j : integer ;
begin
write ( LP, OESCRIP:2Z ) ;
for j := I to 3 do write ( LP, V[j]:IB:13 ) ;
writeln ( LP ) ;
end
) ;
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procedure PRINT_FIXEO_MRT3X3 ( DESCRIP : DESCRIPSTR ; M : MRT3X3
var
i : inleger ;
begin
PRINT FI×ED VECTOR ( OESCRIP, MIll )
for i := 2 Io 3 do PRINT_FIXED_VECTOR ( NULLDESCRIP, M[i] ) ;
end ;
) |
procedure PRINT_FIXED_SIXVEC ( DESCRIP : DESCRIPSTR ! V : SIXVEC ) ;
var
j : integer ;
K ; inleger ;
L : LINESTR ;
begin
K := 1 ;
L := ''
slrwrite ( L,K,K,DESCRIP:22 )
for j := I io 6 do strwrite ( L,K,K,V[j'I:9:4 ) |
wri'teln ( LP, L:?6 );
end ;
procedure PRINT_FIXED_SIXPOP ( DESCRIP : OESCRIPSTR ; S : SIXPOPOEF )
var
i : integer ;
j : integer ;
begin
for i := I to 6 do
begin
if i = 1
lhen wrile ( LP, DESCRIP:Z2 )
else wrile ( LP. '':22 )
for j := I Io i do
write ( LP, S[TRIANB_INOEX(i,j)]:9:3 ) ;
wrileln ( LP ) ;
end ;
end ;
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procedure PRINT_FLOAT_SCALAR( OESCRIP: OESCRIPSTRi S : Iongreal ) ;
begin
urileln ( LP, DESCRIP:Z2,TENSPACES,S:9} ;
end ;
procedure PRINT_FLOAT_EULRRR ( OESCRIP : DESCRIPSTR ; E : EULARR
vat
j : integer ;
begin
urine ( LP, OESCRIP:ZZ ) ;
_or j := I Io 3 do wrile ( LP, TENSPACES,E(j):9 ) ;
uri_eln ( LP > ;
end
) ;




write ( LP, DESCRIP:22 >
for j := I to 3 do utile ( LP. TENSPACES,V(j):9 )
wrileln ( LP ) ;
end ;
) ;
procedure PRINT_FLOAT_MAT3X3 ( OESCRIP : OESCRIPSTR ; M : MAT3X3
vat
i : inleger ;
begin
PRINT_FLOAT_VECTOR ( DESCRIP, M[I) )
for i := 2 Io 3 do PRINT_FLOAT_VECTOR ( NULLOESCRIP, M(i] ) ;
end ;
) ;
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$ page $
Page 4 Updated @Z3:23:05 Sal 27 Sep 1986
procedure PRINT_FLORT_SIXPOP( DESCRIP: DESCRIPSTR; S : SIXPOPDEF) ;
var
i : integer ;
: integer ;
begin
for i := I to 6 do
begin
if i = I
then write ( LP, OESCRIP:2Z )
else wri_e ( LP, '':ZZ )
for j := I 'to i do
write ( LP, ' ',S[TRIRNG_.INOEX(i,j)]:8 ) ;
wrileln ( LP ) ;
end ;
end i
{ end File 'Prlproc6,1' }
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File 'Testmath. l' Page ! Updated Q Z3:Z4:10 Sat Z7 Sep 1986
$ page $ { begin File 'Tes_math. I' }
{ Utility Software Unit for HP-9000 Series 200/300/50@ Computers }
procedure TEST_UTILMRTH_MODULE
{ NRSR/JSC/MPRD/TRW : SaM Wilson }
const
FLO = 45 ;
var
i : integer ;
begin { procedure TEST_UTILMRTH MODULE }
for i := I to Z do uriteln ( LP ) ;
uri_eln ( LP, 'TEST UTILMRTH_MODULE':49 ) ;
for i := I to S do uriteln ( LP ) ;
writeln ( LP, 'INT( -Z.3 ) = ':FLO,INT( -Z.3 ):Z ) ;
uriteln ( LP, 'INT( -Z.O ) = ':FLD,INT( -Z.O ):Z ) ;
uriteln ( LP, 'INT( -0.3 ) = ':FLO,INT( -0.3 ):2 )
uriteln ( LP, 'INT( 0.0 ) = ':FLD,INT( 0.0 ):Z ) ;
uriteln ( LP, 'INT( 1.3 ) = ':FLD,INT( t.3 ):Z )
uriteln ( LP )
uriteln ( LP, 'FRRC( -2.3 ) = ':FLO,FRRC( -Z.3 ):5:2 ) ;
uriteln ( LP, 'FRRC( -2.0 ) = ':FLO,FRRC( -2.0 ):S:Z ) ;
uriteln ( LP, 'FRRC( -0.3 ) = ':FLD,FRRC( -0.3 ):5:2 ) ;
uriteln ( LP, 'FRRC( 0.0 ) = ':FLD,FRRC( 0.0 ):5:Z )
uriteln ( LP, 'FRRC( 1.3 ) = ':FLD,FRRC( 1.3 ):S:Z ) ;
uriteln ( LP ) ;
uriteln ( LP, 'RMOD( -2.8, -0.5 ) = ':FLD,RMOD( -2.8, -0.5 ):S:Z ) i
uriteln ( LP, 'RMOD( -Z.8, 0.0 ) = ':FLD,RMOD( -Z.B, 0.0 ):S:Z ) ;
uriteln ( LP, 'RMOD( -2.8, 0.5 ) = ':FLD,RMOD( -Z.8, 0.5 ):5:2 ) ;
uriteln ( LP )
uriteln ( LP, 'RMOD( Z.8, -0.5 ) = ':FLD,RMOD( Z.8, -0.5 ):5:Z ) ;
uriteln ( LP, 'RMOD( 2.8, 0.0 ) = ':FLD,RMOD( Z.8, 0.0 ):5:Z )
uriteln ( LP, 'RMOO( 2.8, 0.5 ) = ':FLD,RMOD( Z.8, 0.5 ):5:Z ) ;
_riteln ( LP ) ;
writeln ( LP, 'RSIGN( -1.9 ) = ':FLO,RSIGN( -1.9 ):Z ) ;
uriteln ( LP, 'RSIBN( 0.0 ) = ':FLD,RSIGN( 0.0 ):Z ) ;
writeln ( LP, 'RSIGN( 1.9 ) = ':FLD,RSIGN( 1.9 ):Z )
uriteln ( LP ) ;
uriteln ( LP, 'ISIGN( -5 ) = ':FLO,ISIGN( -5 ):Z ) ;
uriteln ( LP, 'ISIGN( 0 ) = ':FLD,ISIGN( 0 ):2 ) ;
_riteln ( LP, 'ISIGN( 5 ) = ':FLD,ISIGN( 5 ):2 )
writeln ( LP )
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Page Z Updated Q Z3:Z4:10 Sa_ Z7 Sep 1986
wrileln ( LP, 'IMRX( -3, -4 ) = ':FL.O,IMAX( -3, -4 ):Z ) ;
wrileln ( LP, 'IMR×( 3, 4 ) = ':FLD,IMR×( 3, 4 ):Z )
wrileln ( LP ) ;
wri_eln ( LP, 'IMIN( -3, -4 ) = ':FLD,IMIN( -3, -4 ):Z ) ;
wri_eln ( LP, 'IMIN( 3, 4 )= ':FLD,IMIN( 3, 4 ):Z )
wri_eln ( LP )
writeln ( LP, 'RMRX( -Z.9, -3.9 ) = ':FLO,RMRX( -2.9, -3.g ):S:Z ) ;
wri±eln ( LP, 'RMRX( Z.9, 3.9 ) = ':FLD,RMAX( Z.9, 3.9 ):5:2 ) ;
wri_eln ( LP )
wri_eln ( LP, 'RMIN( -Z.9, -3.9 ) = ':FLO,RMIN( -2.9, -3.9 ):S:Z )
urileln ( LP, 'RMIN( Z.9, 3.9 ) = ':FLD,RMIN( Z.9, 3.9 ):S:Z ) ;
START_NEW_PAGE ;
for i := I _o 9 do wrileln ( LP ) ;
writeln ( LP, 'RNGDEG(ONE) = ':FLD,ANGOEG(ONE):18:14 )
wri±eln ( LP, 'BNGRRD(ANGDEG(ONE))-ONE = ':FLD,
(RNGRAD(RNGDEG(ONE))-ONE):7 )
wrileln ( LP )
{1234567890IZ34567890;Z345678901234S}
wrileln ( LP, 'ANGOEG(BNGI(-TI4REE*TWOPI-HAFPI)) = ':FLD,
ANGDEG(RNGI(-THREE*TWOPI-HRFPI)):I?:IZ ) ;
wrileln ( LP, 'RNGDEG(RNGZ( THREE*TWOPI-HRFPI)) = ':FLD,
RNGDEG(RNGZ( THREE*TWOPI-HRFPI)):I?:IZ ) ;
wri_eln ( LP )
writeln ( LP, 'RNGDEG(RTANI(-SIX,SIX)) : ':FLD,
RNGDEG(RTRNI(-SIX,SIX)):IT:IZ )
wri_mln ( LP, 'RNGOEG(RTRNZ(-SIX,SIX)) = ':FLO,
RNGDEG(ATANZ(-SIX,SIX>):17:12 )
wri_eln ( LP ) ;
wri_eln ( LP, 'HMS( -36385.874L0 ) = ':FLD,HMS( -36385.874L0 ):12:6 ) ;
wri_eln ( LP, 'HMS( 36385.874L0 ) = ':FLD,HMS( 36385.874L0 ):12:6 )
wri_eln ( LP ) ;
wri_eln ( LP, 'SECS( -1006.ZSB74L0 ) = ':FLD,
SECS( -1006.ZSB74LO ):13:6 ) ;
writeln ( LP, 'SECS( 1006.ZS874L0 ) = ':FLD,
SECS( 1006.ZSB74L0 ):13:6 )
uri_eln ( LP ) ;
wri_eln ( LP, 'JULIRN_DRYNUM( 1980, 4, Z ) = ':FLD,
JULIRN_DAYNUM( 1980, 4, Z ):8 )
STRRT_NEW_PRGE ;
end ; { procedure TEST UTILMRTH MODULE }
{ end File 'Tes_maSh. I' }
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File 'Testspif. I' Page 1 Updated @ Z3:24:55 Sat 27 Sep 1986
$ page $ { begin File 'Testspif.l' }
{ Utility Softuare Unit for HP-90(_ Series 200/3_/5_ Computers }
procedure TEST_UTILSPIF_MODULE ;
{ NRSA/JSC/MPAO/TRW : Sam Wilson }
const
{1Z345678901Z34567890IZ345678901Z345678901Z345}
P! = 'Your name' ;
PZ = 'Age ................................... (years)' ;
P3 = 'Home town .................................... ' ;
P4 = 'Direction from here ..... {N,NE,E,SE,S,SW,W,NW}' ;
P5 = 'Distance .............................. (miles)' ;
var
W1 : WORDSTR ;
12 : inleger ;
W3 : WOROSTR ;
W4 : WORDSTR ;
F5 : longreal ;
I : integer ;
n : integer ;
OUTLINE : LINESTR ;




Page 2 Updated @ Z3:Z4:55 Sat Z7 Sep 1986
begin { procedure TEST_UTILSPIF_MODULE }
for n := I to 2 do writeln ( LP ) ;
writeln ( LP, 'TEST_UTILSPIF MOOULE':49 ) !
for n := I _o S do writeln ( LP )
SOUND_ALERT
SHOW ( 'Waiting 2 seconds; if you press a key it will be echoed ' ) ;
LOITER ( 2000 ) ;
WORK := CHRR_INPUT( NOCHWAIT, CHECHO ) ;
SHOWLN ( '' )
SOUND_RLERT ;
SHOW ( 'Waiting indefinitely; press any key to continue "' ) ;
OUTLINE := '' ;
strwriSe ( OUTLINE,I,I,CHRR_INPUT( CHWAIT, NOCHECHO ).C,'"' ) ;
SHOWLN ( OUTLINE ) ;
WI := RJWORD_INPUT( PI, 'Rumplestiltskin', 15, IS ) ;
IZ := INTEGER_INPUT( PZ, maxint 15 ) ;
W3 := RJWORD__INPUT( P3, 'Brno, Czechoslovakia'i IS, IS ) ;
W4 := RJWORD_INPUT( P4, 'NE', 15, 15 ) ;
FS := FIXED_INPUT( PS, 8255.11111877 , 15, S ) ;
writeln ( LP, ('"'+WI+'"'):17) ;
uriteln ( LP, 12:16 ) ;
writeln ( LP, ('"'+W3+'"'):17) ;
uriteln ( LP, ('""_W4+'"'):I?) ;
uriteln ( LP, FS:IG:B >
for n := I to 3 do uriteln ( LP ) ;
writeln ( LP. 'STRRT_RRNDOM_NUMBER_SEQUENCE ( I )' ) ;
STRRT_RRNDOM_NUMBER_SEQUENCE ( I ) ;
writeln ( LP ) l
writeln ( LP, 'Pseudorandom integers:' ) ;
writeln ( LP ) ;
for n := I to 10 do
writeln ( LP, RRNDOM_INTEGER:IO ) ;
for n := I to 3 do writeln ( LP ) ;
writeln ( LP, 'STRRT_RRNDOM_NUMBER SEQUENCE ( 2147483646 )' ) ;
STRRTRRNDOM_NUMBER_SEQUENCE ( 214748364G )
writeln ( LP ) ;
writeln ( LP, 'Pseudorandom integers:' ) ;
writeln ( LP ) ;
for n := I to 10 do
writeln ( LP, RANDOM_INTEBER:IO ) ;
START_NEW_PAGE ;
end ; { procedure TEST_UTILSPIF_MODULE }
{ end File 'Testspif.l' }
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File 'Tes±vemq.I' Page l Updated @23:26:08 Sat Z7 5ep 1986
$ page $ { begin File 'Testvemq.I' }
{ Utility Software Unit for HP-9000 Series 2_/300/500 Computer5 }
procedure TEST_UTILVEMQ_MODULE ;
{ NRSR/JSC/MPRO/TRW : Sam Wilson }
vat
i : integer ;
begin
for i := 1 to 2 do writeln ( LP ) ;
writeln ( LP, 'TEST_UTILVEMQ_MODUL.E':49 )









¥E73FFOOF 2 . S-- I





j : integer ;
begin
PRINT_FIXED VECTOR ( 'V =',V ) ;
wri_eln ( LP ) ;
PRINT_FIXED_VECTOR ( 'W =',W ) ;
writeln ( LP ) ;
PRINT_FIXEO_SCALAR ('DOTP(V,W) =',DOTP(V,W) )
writeln ( LP ) ;
PRINT_FIXED_SCALAR ( 'VMAG(V} =',VMAG(V) )
writeln ( LP ) ;
PRINT_FIXED_VECTOR ('SXV(TWO,V) =',SXV(TWO,V) )
writeln ( LP )
PRINT_FIXED_VECTOR ( 'CRSP(V,W) :',CRSP(V,W) ) ;
writeln ( LP ) ;
PRINT_FIXED_VECTOR ('VDIF(V,W) ='.VDIF(V,W) )
writeln ( LP )
PRINT_FIXED_VECTOR ('VSUM(V,W) =',VSUM(V,W) )
for i := ; to S do writeln ( LP )
{ 123456789@I 23456789@I Z }
write ( LP, ' D =' ) ;
for j := I to 3 do write ( LP. OIj]:19:13 ) ;
for i := I to 2 do uriteln ( LP ) ;
PRINT_FIXED_VECTOR ( 'VXD(V,D) =',VXD(V,D) )
for i := I to 5 do uriteln ( LP ) ;
PRINT_FIXED__MAT3X3 ( 'M =',M ) ;
writeln ( LP ) ;
PRINT_FIXED_VECTOR ('VXM(V,M) =',VXM(V,M) ) ;
writeln ( LP ) ;
PRINT_FIXED_VECTOR ( 'VXMT(V,M) =',VXMT(V,M) )
START_NEW_PRGE ;
end ;
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i : integer ;
begin
for i := 1 ±o 9 do uriteln ( LP )
PRINT_FIXED_MRT3X3 ( 'L =',L ) ;
urileln ( LP > ;
PRINT_FIXED MRT3X3 ( 'MDIF(L,M) ='.MDIF(L,M) )
uri±eln ( LP ) ;
PRINT_FIXED_MAT3X3 ( 'MSUM(L,M) ='.MSUM(L,M) )
writeln ( LP ) 1
PRINT_FIXED_MRT3X3 ('MXM(L.M) =',MXM(L.M) )
urileln ( LP ) I
PRINT_FIXED__MQT3X3 ( 'MXMT(L,M) =',MXMT(L,M) )
urileln ( LP )
PRINT_FIXED_MRT3X3 ( 'MTXM(L,M) ='.MTXM(L,M> )
uri_eln ( LP )
PRINT_FIXEO_MRTSX3 ('MINV(M) ='.MINV(M) >
uri_eln ( LP )
N := MXM(M,MINV(M))
PRINT_FIXED_MRT3X3 ( 'N = MXM(M,MINV(M)) ='.N )
urileln ( LP )
PRINT_FLORT_MhT3X3 ('MOIF(N.IDN3X3) ='.MDIF(N,IDN3X3) )
STRRT_NEW_PRGE
end ;
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i : integer ;
begin
for i := I to 9 do writeln ( LP ) ;
X := CRSP(W,V) ;
PRINT FIXEO_VECTOR ( 'X = CRSP(W,V) =',X ) ;
urileln ( LP ) ;
{IZ34S678901234567890IZ}
uriteln ( LP, '
uriteln ( LP, '
uriteln ( LP, '
uriteln ( LP ) ;
N[3] := SXV( ONE/VMRG( X ), X )
N[I] := SXV( ONE/VMR6( W ), W )
N[Z] := CRSP( N[3], N[I] )
PRINT_FIXED_MAT3X3 ( 'N =',N )
uriteln ( LP )
{1Z34SG789012345678901Z}
uriteln ( LP, ' g = IMRTQ( N )' ) ;
uriteln ( LP ) ;
Q := IMATQ( N ) ;
PRINT FIXED_SCALAR ( 'Q.S =',Q.S ) ;
PRINT_FIXED_VECTOR ( 'Q.V =',O.V )
uriteln ( LP ) |
{123456789012345678901Z}
writeln ( LP, ' P = QCXQ( Q, Q )' ) ;
uriteln ( LP )
P := QCXQ( Q, g )
PRINT_FIXED_SCALAR ( 'P.S =',P.S )
PRINT_FIXED_VECTOR ( 'P.V =',P.V ) ;
writeln ( LP ) ;
PRINT_FLOAT_SCALAR ( 'ONE - P.S =',ONE-P.S ) ;
PRINT_FLOAT VECTOR ( ' P.V =',P.V )
writeln ( LP )
N := MXMT( N, N )
PRINT_FIXED__MRT3X3 ( 'N = MXMT( N, N ) =',N ) ;
writeln ( LP ) ;
PRINT_FLOAT_MRT3X3 ( 'MOIF(N,1ON3X3) =',MDIF(N,IDN3X3) ) ;
N[3] = SXV( ONE/VMRG( X ), X )' ) ;
N[I] = SXV( ONE/VMAG( W ), W )' ) ;
N[Z] = CRSP( N[3], N[I] )' ) ;
START_NEW_PAGE I
end ;
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i : integer ;
begin
for i := I to 9 do writeln ( LP ) ;
PRINT_FIXEO_EULARR ( 'PRY =',PRY ) i
writeln ( LP ) ;
PRINT FIXED_EULARR ( 'RPR =',RPR )
wri'_eln ( LP )
{12345678901234.56789@12}
writeln ( LP, ' P = PRYQ( EULRAD( PRY ) )' ) ;
writeln ( LP, ' O = RPRQ( EULRAD( RPR ) )' }
writeln ( LP ) ;
P := PRYQ(EULRRD(PRY))
Q := RPRQ(EULRRO(RPR)) ;
PRINT_FIXED_SCALAR ( 'P.5 =',P.S ) ;
PRINT_FIXED_VECTOR ( 'P.V =',P.V )
writeln ( LP ) ;
PRINT_FIXED_SCALAR ( 'Q.S ,-',Q.S ) ;
PRINT_FIXED_VECTOR ( 'Q.V =',Q.V )
writeln ( LP ) ;
PRINT_FIXED_EULARR ( 'EULDEG( QPRY( P ) ) =',EULDE6( QPRY( P ) ) ) ;
writeln ( LP ) ;
PRINT_FIXED_EULARR ( 'EULDEG( QRPR( Q ) ) =',EULDEG( QRPR( Q ) ) ) ;
For i := I to 5 do wri_eln ( LP )
PRINT_FIXED_EULQRR ( 'PYR =',PYR )
writeln ( LP ) ;
PRINT_FIXED EULQRR ( 'YRY :',YRY ) ;
wri_eln ( LP ) ;
{1234567890123456789@12}
writeln ( LP, ' P = PYRQ( EULRRD( PYR ) )' )
writeln ( LP, ' Q = YRYQ( EULRAD( YRY ) )' ) ;
writeln ( LP )
P := PYRQ(EULRRD(PYR))
Q := YRYQ(EULRRD(YRY))
PRINT_FIXED._SCRLRR ( 'P.S =',P.5 )
PRINT_FIXED_VECTOR ( 'P.V =',P.V )
writeln ( LP )
PRINT_FIXED_SCALAR ( 'Q.S =',Q.S >
PRINT_FIXED_VECTOR ( 'Q.V =',Q.V ) ;
writeln ( LP ) ;
PRINT_FIXEOEULARR ( 'EULDEG( QPYR( P ) ) =',EULDEG( QPYR( P ) ) )
writeln ( LP ) ;








i : integer ;
begin
for i := I to 9 do writeln ( LP ) ;
R := QCXQ( P, Q ) ;
{123456789012345678901Z}
writeln ( LP, ' R = QCXQ( P, Q )' )
writeln ( LP )
PRINILFIXED_SCRLAR ( 'R.S =',R.S )
PRINT_FIXED_VECTOR ( 'R.V =',R.V )
writeln ( LP )
R := QXQC( P, Q )
{lZ345678901Z34567B9012}
writeln ( LP= ' R = QXQC( P, Q )' )
writeln ( LP )
PRINT_FIXED_SCALAR ( 'R.S =',R.S )
PRINT_FIXED VECTOR ( 'R.V =',R.V )
Writeln ( LP )
R := QXQ( P, Q ) ;
{lZ34SG789012345678901Z}
wri_eln ( LP, ' R = QXQ( P, Q )' ) ;
writeln ( LP )
PRINT_FIXED_SCALAR ( 'R.S =',R.S )
PRINT_FIXED_VECTOR ( 'R.V =',R.V )
writeln ( LP )
PRINT FIXED_MRT3X3 ( 'QMRT( R ) =', QMRT( R ) ) ;
wri_eln ( LP ) ;
N := MDIF(QMRT(R), MXM(QMRT(P),QMRT(Q)) ) ;
{ ! Z345678901Z 34567890! Z }
writeln ( LP, ' N = MDIF(QMRT(R), ',
'MXM(QMRT(P),QMRT(Q)) )' ) ;
writeln ( LP ) i
PRINT_FLORT_MRT3X3 ( 'N =', N ) ;
wri±eln ( LP ) ;
PRINT_FIXED_VECTOR ('ROT(V,Q) =',ROT(V,Q) ) ;
wrileln ( LP ) ;
PRINT_FIXED_VECTOR ('IROT(V,Q) =',IROT(V,Q) ) ;
writeln ( LP ) ;
X := VDIF( V, IROT(ROT(V.Q),Q> )
{12345678901234SG78901Z}
wriieln ( LP, ' X = VDIF( V, IROT(ROT(V.Q),Q) )' ) ;
writeln ( LP )
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procedure TEST_UTILVEMQ_UNIQURT_FUNCTION ;
var
i : integer ;
begin
for i := ! to B do writeln ( LP > ;
P.5 := PI * R.S ;
P.V := SXV( PI, R.V ) ;
Q := UNIQUQT( P ) ;
{IZ34567880IZ3456789®IZ}
wri_eln ( LP, ' P.S = PI * R.S' ) ;
uri_eln ( LP, ' P.V = SXV( PI, R.V )' )
writeln ( LP ) ;
PRINT_FIXED_SCALAR ( 'P.S :',P.S )
PRINT_FIXED_VECTOR ( 'P.V =',P.V )
writeln ( LP )
{1Z345G?89012345678901Z}
writeln ( LP, ' Q = UNIQUAT( P )' ) ;
writeln ( LP )
PRINT_FIXED_SCALAR ( 'Q.S =',Q.S )
PRINT_FIXED_VECTOR ( 'Q.V =',Q,V ) ;
wri_eln ( LP ) ;
R := QXQC( Q, Q ) ;
{123456789012345G78901Z}
writeln ( LP, ' R = QXQC( Q, Q )' ) ;
writeln ( LP )
PRINT_FLOQT_SCQLQR ( 'ONE R.S =',ONE-R.S )
PRINT_FLOAT_VECTOR ( 'R.V =',R.V )
for i := I to S do wri_eln ( LP ) ;
end ;
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i : integer ;
MPB : MRT3X3 ;
NERTENS_B : MRT3X3
NERTENS_P : MRT3X3 ;
RPRBP : EULRPR ;
RPRPB : EULRPR
begin
RPRPB := RPR ;
PRINT_FIXEDEULRRR ( 'RPRP8 =',RPRPB ) ;
wri_eln ( LP )
NERTENS_P := K ;
PRINT FIXED MRT3X3 ( 'NERTENS__P =',NERTENS_P ) ;
wri_eln ( LP ) ;
MPB := QMRT( RPRQ( EULRRD( RPRPB ) ) ) ;
NERTENS_B := MTXM( MPB, MXM( NERTENS_P, MPB ) ) ;
{123456789012345678901Z}
wri_eln ( LP, ' MPB = QMAT(RPRQ(EULRRD( RPRPB )))' )
wri_eln ( LP, ' NERTENS_B = MTXM( MPB,MXM( NERTENS?, MPB))' ) ;
wri_eln ( LP ) ;
PRINT FIXED MAT3X3 ( 'NERTENS B =',NERTENS_8 >
wrileln ( LP ) ;
S[1] := NERTENS_B[1,1] ;
S[Z] := ( NERTENS B[Z,I] + NERTENS_B[1.2] ) / TWO !
S[3] := NERTENS_B[Z,Z]
S[4] := ( NERTENS B[3,1] + NERTENS_B[1,3] ) / TWO
S[S] := ( NERTENS_B[3,Z] + NERTENS_B[Z,3] ) / TWO ;
S[6] := NERTENS._B[3,3] ;
wri_eln ( LP, 'S = NERTENS 8[1,I]. ':'70 ) ;
wri_eln ( LP, ' NERTENS_B[2,1], NERTENS_B[Z,Z], ':70 ) ;
writeln ( LP, ' NERTENS_B[3,1], NERTENS_B[3,2], NERTENS_B[3,3]':?O ) ;
uri_eln ( LP )
DIAGONRLIZE ( S, 1.0L-8, E, N >
{123456789012345678901Z}
wri_eln ( LP, ' DIRGONRLIZE ( S, 1.0L-8, E, N )' ) ;
urileln ( LP ) ;
PRINT_FIXED_.DIRG3X3 ( 'E =',E )
uri_eln ( LP ) ;
RPRBP := EULOEG( 0RPR( IMATQ( N ) ) ) ;
{IZ345678901Z3456789012}
wri_eln ( LP, ' RPRBP = EULDEG( QRPR( IMRTQ( N ) ) )' )
wri_eln ( LP )
PRINT FIXED_EULRRR ( 'RPRBP =',RPRBP ) ;
START_NEW_PAGE ;
end ;
{ end File 'Tes_vemq.l' }
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File 'Tests_at.I' Page 1 Updated Q 0?:22:55 Mon 29 Sep 198G
$ page $ { begin File 'Testetat. I' }
•( U_ili_y So$tware Unit £or HP-90_)0 Series 2001300/$00 Compu_er_ }
procedure TEST UTILSTRT_MODULE
{ NASR/JSC/MPRD/TRW : SaM Wilson }
vat
i : integer ;
begin
£or i := I to 2 do uri_eln ( LP )
urileln ( LP, 'TEST_UTILSTRT_MOOULE':49 ) ;
$or i := l to S do write].n ( LP ) ;
RUNNUM := 1 ;
STRRT_RRNDOM_NUMBER_SEQUENCE ( 454387819 ) ;
TEST_UTILSTRT_UNIFORM. RRNDOM_SCRLRRFUNCTION
TEST_UTILSTRT_GRUSSIRN_RRNDOM_SCRLRRFUNCTION
TEST UTILSTRT SIXTUC MRTRI×_FUNCTION
TEST_UTILSTAT_GRUSSIRN_RRNDOMSIXVECTORFUNCTION
end ;
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NUMVRL5 = 1000 ;
UNCERT = FIVE ;
CLRSS = CLRSSRRR (
CLRSSREC [ VUB : -5.0L0 , CDF : 0.0L0 ] ,
CLRSSREC [ VUB : -4.0L0 , COF : 0.1L0 ] ,
CLRSSREC [ VUB : -3.0L0 , CDF : O. ZLO ] ,
CLRSSREC [ VUB : -Z.OLO , CDF : 0.3L0 J ,
CLRSSREC [ VUB : -1.0L0 , CDF : 0.4L0 ] ,
CLRSSREC [ VUB :
CLRSSREC [ VUB :
CLRSSREC [ VUB :
CLRSSREC [ VUB :
CLRSSREC [ VUB :
CLRSSREC [ VUB :
0.0L0 , CDF : 0.5L0 ] ,
1.0L0 , CDF : 0.6L0 ] ,
Z.OLO , CDF : 0.7L0 ] ,
3.0L0 , CDF : 0.8L0 ] ,
4.0L0 , CDF : 0.9L0 ]
5.0L0 , COF : 1.0L0 ] ] ;
var
R : integer ;
E : integer" ;
h : integer ;
k : integer ;
L : LINESTR ;
M : integer ;
n : integer ;
DISTRIB : array [ 0..10 ] of integer ;
X : longreal ;
R : longreal ;
¥86R41224 Z . 6--Z




SHOWLN( '' ) ;
,For k := 0 to 10 do DISTRIB[k] := 0 ;
for n := I to NUMVRLSdo
begin
if ( n Mod100 > = 0 then
begin
L := '' ;
_Irwrite ( L,I,M,'UNIFORM RANDOM,SCALAR '.n:S )
CLEAR_LINE ;
SHOW ( L ) ;
end
X := UNIFORM_RANDOM SCALAR( UNCERT ) ;
for k := 0 to 10 do
i_ )( <= CLRSS[k],VUB then
DISTRIBEk] := DISTRIB[k] + I ;
end ;
SHOWLN ( '' ) ;
RESTORE_CURSOR ;
wri_eln ( LP, 'Test UNIFORM_RANDOM_SCALAR Function':S7 ) ;
for h := I to B do kmiteln ( LP ) ;
writeln ( LP, ' CUMULATIVE DISTRIBUTION OF ':40,NUMVALS:4.
' PSEUDORANDOM NUMBERS' ) ;
wri_eln ( LP, 'FROM R':4Z ) ;
writeln ( LP, 'UNIFORMLY DISTRIBUTED POPULATION':55 ) ;
uriteln ( LP, 'HAVING ZERO MEAN':4? ) ;
writeln ( LP. '( UNCERTAINTY = ':44,UNCERT:4:I.' )' >
writeln ( LP )
uriteln ( LP ) ;
writeln ( LP. ' CLASS ACTUAL EXPECTED
wri_eln ( LP, 'UPPER BOUND DISTRIBUTION DISTRIBUTION
writeln ( LP ) ;
for k := 0 to 10 do
begin
R := DISTRIB[k] ;
E := round( NUMVRLS * CI,RSSIk].CDF ) ;
if A = E






if E = 0
then R := 99999.9999
else R := B / E
writeln ( LP, CLRSS[k].VUB:20:1,R:14,E:14,R:lS:4 ) ;
end ;
START_NEW_PAGE ;
end ; { procedure TEST UTILSTRT UNIFORM RANDOM_SCALAR_FUNCTION }
¥91E4ED64 2. 6--3







CLRSSREC( VUB: -25.0L0 , CDF: 0.00621L0 ] ,
CLRSSREC[ VUB: -ZO.OLO, CDF: 0.02275L0 ] ,
CLRSSREC [ VUB : -15.0L0 , CDF : 0.06681L0 ] ,
CLRSSREC [ VUB : -10.0L0 , CDF : 0.15866L0 ] ,
CLRSSREC { VU8 :
CLRSSREC [ VUB :
CLRSSREC [ VUB :
CL_SSREC [ VUB :
CLRSSREC [ VUB :
CLRSSREC [ VUB :
CLRSSREC [ VUB :
-S.OLO , CDF : 0.30854L0 ] ,
0.0L0 , CDF : 0.50@00L0 ] ,
5.0L0 , CDF : 0.69146L0 ] ,
10.0L0 , CDF : 0.84134L0 ] ,
15.0L0 , CDF : 0.93319L0 ] ,
20.0L0 , CDF : 0.977ZSLO ]
25.0L0 , CDF : 0.99379L0 ] ] ;
vat
R : integer ;
E : integer
h : integer ;
k : integer
L : LINESTR ;
M : integer ;
n : integer ;
OISTRIB : array [ 0..10 ] of integer I
X : Iongreal
R : longreal ;
¥587EB7BE 2 . 6--4





for k := 0 to 10 do DISTRIB[kl := 0
for n := I to NUMVALSdo
begin
if ( n mod100 > = 0 then
begin
L := '' ;




X := GAUSSIAN_RANDOM_SCALRR( SIGMA )
for k := 0 io 10 do
if X <= CLRSS[kI.VUB then
DISTRIB[k] := DISTRIB[k] + I ;
end ;
SHOWLN ( '' )
RESTORE_CURSOR
for h := I to ? do uri.teln ( LP )
uriteln ( LP, 'Test GAUSSIAN_RANDOMSCALAR Function':S? )
for h := I io 8 do wrileln ( LP >
uriteln ( LP, ' CUMULATIVE DISTRIBUTION OF ':40,NUMVALS:4,
' PSEUDORANDOM NUMBERS' )
uriteln ( LP, 'FROM A':4Z )
writeln ( LP, 'NORMALLY DISTRIBUTED POPULATION':55 )
uriteln ( LP, 'HAVING ZERO MEAN':47 )
writeln ( LP, '( SIGMA = ':41,SIGMA:4:I,' )' )
uriteln ( LP )
writeln ( LP )
writeln ( LP, ' CLASS ACTUAL EXPECTED
uriteln ( LP, 'UPPER BOUND DISTRIBUTION DISTRIBUTION
wri_eln ( LP ) i
for k := 0 to 10 do
begin
R := DISTRIB[k] ;
E := round( NUMVRLS _ CLRSS[k].CDF )
if h = E






if E = 0
then R := 99999.9999
else R := A / E ;
writeln ( LP, CLASS[k).VUB:ZO:I,A:14,E:14,R:IS:4 ) ;
end ;
START NEW PAGE
end _ { procedure TEST_UTILST_TGAUSSIAN_RRNOOM_SCRLRR_FUNCTION }
¥ECADR90D _ _ 6--5
File 'Teststat.l'
$ page $
Page 6 Updated @ 07:ZZ:SS Mon Z9 Sep 1985
procedure TEST_UTILSTRT_SIXTUC_MRTRIX_.FUNCTION ;
const




















h : integer ;
i : integer ;
i3 : integer ;
j : integer ;
k : integer ;
ki : integer ;
kj : integer ;
SIXTUC : TRIANG6X6
SIXPOPOUT : SIXPOPDEF ;
i.00000L0,
0.72009L0, 1.00000L0 ]_
¥FO6SRCC5 Z . 6--6
File 'Testslat. I '
$ page $
Page 7 Updated Q 07:ZZ:55 Men Z9 Sep 1986
begin { procedure TEST_UTILSTRT_SIXTUC_MRTRIX_FUNCTION }
for h := I to 6 do writeln ( LP ) ;
_riteln ( LP, 'Test SIXTUC_MRTRIX Function':S3 ) ;
for h := I to 7 do writeln ( LP ) ;
PRINT_FIXEO_SI×POP ( 'SIXPOPIN =',SIXPOPIN ) ;
for h := I to Z do write]n ( LP ) ;
try
SI×TUC := SIXTUC_MRTRIX( SIXPOPIN ) ;
write]n ( LP, ' SIXPOPOUT =':Z2,
' T * M , where M is SIXTUC_MRTRIX( SIXPOPIN )' ) ;
uriteln ( LP, '':ZZ,
' and T i5 the transpose of M.' ) |
for h := I to 2 do writeln ( LP ) ;
for i := I to 6 do
for j := ! to i do
begin
ij := TRIANG_INOEX( i, j ) ;
SIXPOPOUT[ij] := ZERO ;
for k := I to j do
begin
ki := TRIRNG_INDE×( k, i )
kj := TRIRNG_INOEX( k, j ) ;




PRINT_FIXED_SIXPOP ( 'SIXPOPOUT =',SIXPOPOUT } ;
for h := I to Z do uriteln ( LP ) ;
for i := l to 6 do
for j := | to i do
begin
ij := TRIRNG_INDEX( i, j ) ;
SIXPOPOUTIij] := abs( SIXPOPOUT[ij] - SIXPOPIN[ij] >
end ;
PRINT_FLORT_SI×POP ( 'ISIXPOPOUT-SIXPOPINI =',SIXPOPOUT )
for h := 1 to Z do writeln ( LP )
recover
wrlteln ( LP, 'e_capecode = ',escapocode:l ) I
STRRT_NEU_PAGE ;




Page 8 Updated e 07:2Z:55 Mon Z9 Sep 1986
procedure TEST_UTILSTRT_GRUSSIRN_RRNOOM_.SI×VECTORFUNCTION ;
cons't
MR×POPS = 3 ;
NUMVRLS = 1000
_ype
POPIDNUM = I..MRXPOP£ ;
POPIDTEXTRRR = array [ POPIONUM ] of LINESTR
SIXPOPDEFRRR = array [ POPIDNUM ] of SIXPOPDEF ;
const
POPIDTEXT = POPIDTEXTRRR [
LINESTR [ 'RSTP / Rpollo STDN Z-Station Estimation Error ' ],
LINESTR [ 'PRIDS / Long-Range StatJonkeep uithou_ TIC ; O.5 deg Oeadbands' ],
LINESTR [ 'PRIOS / Long-Range Stationkeep ui_h TIC ; 3.0 deg Oeadbands ' ]];
SIXPOPIN = SIXPOPDEFRRR [
























































YE334CSB4 2 _ 6-- 8
File 'Teststa±.l' Page 9 Updated @ 07:2Z:55 Mon 29 Sep 1986
$ page $
var
COVRROUT : array [ I..6, I..6 ] of longreal ;
h : integer ;
i : integer ;
ii : integer ;
ij : integer
j : integer |
jJ : integer ;
k : integer ;
L : LINESTR
M : integer ;
population : POPIDNUM
SIXTUC : TRIRNG6XG ;
n : integer ;
SIXPOPOUT : SIXPOPDEF ;
V : SIXVEC ;
begin { procedure TEST_UTILSTRT_GRUSSIRN_RRNOOM_SIXVECTOR_FUNCTION }
for population := 1 to 3 do
begin
SUPPRESS_CURSOR ;
SHOWLN ( '' )
For h := I to 6 do writeln ( LP >
uriteln ( LP. 'Te_ GRUSSIRN RRNOOM_SIXVECTOR Funclion':S9 )
for h := 1 to _ do wrileln ( LP )
writeln ( LP, TENSPACES,' '.POPIOTEXT(population] )
for h := I to 3 do writeln ( LP )
PRINT_FIXED SIXPOP ( 'SIXPOPIN =',SIXPOPIN(population] )
for h := I to Z do writeln ( LP )
_or i := | to G do
for j := I to B do
COVRROUT[i,j] := ZERO ;
¥IFE30383 Z. S--S
File 'Teslstat.l' Page 10 Updated@O?:Z2:SS MonZ9 Sep 1986
page $
try
SIXTUC:= SIXTUC_MRTRIX(SIXPOPIN[populalion] ) ;
for n := I to NUMVRLSdo
beg_.n
if ( n mod100 ) = 0 ilqen
begin
L := '' ;
strwrile ( L,I,M,'GRUSSIRN_RRNDOM_SIXVECTOR',n:S ) ;
CLERR_LINE;
SHOW( L ) ;
end
V := GQUSSIQN_RQNDOM_SIXVECTOR( SIXTUC )
for i := I to G do
for j := I Io 6 do
COVRROUT[i,j] := COVRROUT[i,j] + V(i] * V(j] ;
end ;
SHOWLN ( '' ) ;
RESTORE CURSOR ;
wrileln ( LP, ' SIXPOPOUT =':22,
' slatislical summary of ',NUMVALS:4,
' pseudorandom' ) ;
wrileln ( LP, '':Z2,' six-veclors .From population defined by',
' SIXPOPIN' )
for h := I Io 2 do wrileln ( LP )
for i := I to G do
for j := I "to 6 do
COVQROUT{i,j] := COVRROUT[i,jl I NUMVRLS ;
for j := I to G do
begin
jj := TRIRNG_INDEX< j, j )
SIXPOPOUT[jj] := sqrt( COVRROUT[j,j] )
end ;
for j := I Io 5 do
begin
jj := TRIRNG_INOEX( j, j ) ;
For i := j+l io 6 do
begin
ii := TRIRNGINDEX< i, i )
ij := TRIRNG_INDEX( i, j ) ;




PRINT_FIXED_SIXPOP ( 'SIXPOPOUT =',SIXPOPOUT ) ;
end ;
recover
urileln ( LP, 'escapecode = ',escapecode:1 ) ;
STRRT_NEW_PRGE ;
end ;
{ procedure TEST_UTILSTRT_GAUSSIAN RQNDOM SIXVECTOR FUNCTION }
{ end File 'Teslsla_.I' }
¥gSBI33BI Z.6-- 10
3m UNIT TEST RESULTS
3.1. Model ZIG / Pascal 3.0 Test; Resul'_s
_I 1--i
File 'UT]I.TEST.R' P_l.e I Updated @ OB:ZG:03 Mon 29 Sep 19BG
TEST,UTILMATH..MOOULE
INT( -2.3 )=-3
INT( -Z.O > =-Z
INT( -O.3 ) = -!
INT( 0.0 ) = O
INT( I.3 ) = J
FRAC( -Z.3 ) = 0.70
FRAC( -Z.O ) = 0.00
FRAC( -0.3 ) = 0.70
FRAC( 0.0 ) = 0.00
FRAC( 1.3 ) = 0.30
RMOD( -Z.8, -0.5 ) = -0.30
RMOD( -Z.8, 0.0 ) = O.00
RMOO( -2.8, 0.5 > = O. ZO
RMOO( 2.8, -0.5 ) = -O.ZO
RMOO( 2.8, 0.0 ) = 0.00
RMOD( 2.8, O.5 ) = O.30
RSIGN( -I.B > = -1
RSIGN( 0.0 ) = I
RSIGN( l.B ) = I
ISIGN( -5 ) = -I
ISIGN( 0 ) = I
ISIGN( 5 ) = I
IMAX( -3, -4 ) = -3
IMAX( 3, 4 ) = 4
IMIN( -3. -4 )=-4
IMIN( 3, 4 ) = 3
RMAX( -Z.9,-3.9 )=-2.90
RMAX( 2.9, 3,9 ) = 3.90
RMIN( -Z.9,-3.B )=-3.90
RMIN( 2.g, 3.9 )= 2.90
¥85ADOOO0 _. 1 -- I
File 'UTILTEST.R' Page Z Updated @ 08:Z6:03 Mon 29 Sep 1986
RNGDE6( ONE ) = 57. Z967795130823









HMS( -36385.874L0 ) = -1006.258740
HMS( 36385.874L0 ) = 1_6.Z58740
SECS( -1006.ZSB?4L0 ) = -36385.8?4000
SECS( 1006.ZSB?4LO ) = 36385.8?4000
JULIRN_ORYNUM( 1980, 4, Z ) = Z444332
¥gF9DBC3D 3. ! -- Z































¥44759RD5 3. ! --3




DOTP( V. W) =
VMAG(V) =
SXV(TWO,V) =














































¥DO90CZ90 3. 1 --4


























































































¥05806580 3. 1 --S
File 'UTILTEST.R' Page 6 Updaled @ 08:26:03 Mon Z9 Sep 1986
X = CRSP (W, V ) = 9. 0000000000000 - 14. 0000000000000
N[3] = SXV( ONE/VMAG( × ), X >
N[I] = SXV( ONE/VMA6( W ), W )
N[Z] = CRSP( N[3], N[1] >
N :s 0.617Z 133998484
0. 750015Z 304084
0. Z 3'77493915935





P = QCXQ( O, Q )
P.S =
P.V =
ONE - P.S =
P.V=





































¥FEFBB19B 3. 1 --6
File 'UTILTEST.R' Page 7 Updated @08:Z6:03 MonZ9 Sep 1986
PRY =
RPR =
P = PRY(;}( EULRRD( PRY ) )





EULDEG( QPRY( P ) ) =
















PYR = 80.0000000000000 -35.0000000000000
YRY = -5.0000000000000 80.0000000000000
P = PYRQ( EULRRD( PYR ) )
Q = YRYQ( EULRRD( YRY ) )
P. S = 0. 53268880Z6743
P.V = 0.5360641466904 O. 1070ZBZ97858!
g.S = 0.6634!39481689
Q.V = 0.58Z5634160696 O. Z7165378ZZ74Z
EULDEG( QPYR( P ) ) = 80.0000000000000 -35.0000000000000







¥SEBSD8!5 _. I --7

















QCXQ( P, Q )
0.94Z2227864928
-0,1798248634331
QXQC( P, Q )
0.2422227864928
-0.0892100165536







































¥3C35EA95 25. I --8
File 'UTILTEST.R' Page 9 Updated Q 08:ZG:03 Mon 29 Sap 198G
P.S = PI • R.S
P.V = S×V( PI, R.V )
P. S = -0. 73964533700Z 9
P.V = 2. 5147660043043
= UNIQURT( P )
.S = -0. 2354364230378
g. V = 0. 8004748806090
R = QXQC( Q, Q )

















MPB = QMRT(RPRQ(EULRAD( RPRPB ) ) )













OIRGONRLIZE ( S, 1.0L-8, E, N )
E = Z5.0000000000000 40.0000000000000 5S.0000000000¢_0
RPRBP = EULDE6( QRPR( IMATO( N ) ) )
RPRBP = -Z0.0000000000000 15.0000000000000 -9,9999999957838
¥5EC086C0 3. 1 -- 9
File 'UTILTEST.R' Page 10 Updated @ 08:26:03 Mon 29 Sep 1986
TEST.UTILSTAT_MODULE
Test UNIFORM_RANDOM_SCALAR Function




( UNCERTAINTY = 5.0 )
CLASS ACTUAL EXPECTED ACTUAL I




-Z .0 3Z8 300
-I .0 412 400
0.0 513 500
I.0 602 600
Z. 0 ?04 ?00
3.0 80B 800
4.0 B 12 900












¥68EDAS4D 3. | -- 10
File 'UTILTEST.R' Page 11 Updaled @ 00:26:03 Mon Z9 Sep 1986
Tosl GAUSSIAN RANDOM_SCALAR Funclion




( SIGMA = 10.0 )
CLASS ACTUAL EXPECTED ACTUAL I
UPPER BOUND DISTRIBUTION DISTRIBUTION EXPECTED
-25.0 6 6 1.0000
-20.0 Zl 23 0.9130
-15.0 63 67 0.9403
-10.0 146 159 0.9182
-5.0 298 309 0.9644
0.0 485 500 0.9?00
5.0 687 691 0.994Z
10.0 841 841 1.0000
15.0 937 933 1.0043
20.0 981 977 1.0041
25.0 994 994 1.0000
¥S4EOCBEO 3. 1 -- 1 1











-0.871 0.789 0.720 I.000
SIXPOPOUT = T * M , where M is SIXTUC_MRTRIX( SIXPOPIN )














0.0E_000 0.0E_-000 0.0E_000 0.0E+000
0.0E_000 0.0E_000 0.0E_000 0.0E+000 Z.2E-016
0.0E4.000 0.0E.1000 1.1E-016 I.IE-016 I.IE-016 0.0E+000
¥88563336 25. 1 -- 1 Z
File 'UTILTEST.R' Page 13 Updated @ 08:ZG:03 Mon Z9 Sep 1986
Tes± GRUSSIRN_RRNDOM_SIXVECTOR Function
RSTP / Rpollo STDN Z-Sia_ion E_±iMalion Error"
$IXPOPIN = 75.301
0. 487 i 79.90G






-O. GZ7 O. GG7 0.114
-0.871 0.789 0.7Z0 0.417
SIXPOPOUT = s_a_istical summary o£ 1000 pseudorandom




-0.498 -0.996 -0.720 0.193
-0. Z22 -0. G71 -0. G40 0.677
-0.473 -0.787 -0.875 0.798 0.41S
YGCSBS73B 3. 1 -- I 3
File 'UTILTEST.R' Page 14 Updaled @ 08:26:03 Mon Z9 Sep 198G
Test GRUSSIRN_RRNDOM_SIXVECTOR Function










0.187 -0. Z08 -0.361 0.026
SIXPOPOUT = s_a'[is%ical summary of 1000 pseudorandom
six-vectors from population defined by SIXPOPIN
SIXPOPOUT = 10. 162
0. 345 38. 759
-0. Z01 0. IZ6






0.198 -0,141 -0.389 0.0Z6
¥Z50C448C 3. 1 -- 14
File 'UTILTEST.R' Page 15 Updaled Q 08:Z6:03 Mon Z9 Sep 1986
Tesl GRUSSIRN_RRNDOM_SI×VECTOR Function










0.363 0.068 -0.015 0. 024
SIXPOPOUT = sta±istical summary of 1000 pseudorandom










0.411 0,102 0.00Z 0. 024
¥1DAD780D 3. I -- I S
Flle 'UTILTEST.R' Page 16 Updaled Q 08:ZB:03 Non ZB Sep 198G
Tests comp]e_ed @ @B:Z6:@! Mon Z9 Sep 1986
CPU time = 298.47 seconds
Elapsed _ime = 298.52 seconds
¥DSG619A6 3. I -- 16
3.2. Model 540 / HP-UX 5.0 Tes_ Re_ul_s
3. Z--i
File 'u_il_es_.R' Page I Updated @ IB:4B:IB Mon 2B Sep IB86
TEST_UTILMATH_MOOULE
INT( -2.3 ) = -3
INT( -2.0 ) = -Z
INT( -0.3 ) = -1
INT( 0.0 ) = 0
INT( 1.3 ) = 1
FRAC( -2.3 ) = 0.70
FRAC( -2.0 ) = 0.00
FRAC( -0.3 ) = 0.70
FRAC( 0.0 ) = 0.00
FRAC( 1.3 ) = 0.30
RMOO( -2.8, -0.5 ) = -0.30
RMOD( -2.8, 0.0 ) = 0.00
RMOD( -Z.8, 0.5 ) = 0.20
RMOD( 2.8, -0.5 ) = -0.20
RMOD( 2.8, 0.0 ) = 0.00
RMOD( 2.8, 0.5 ) = 0.30
RSIGN(-I.9 )=-I
RSIGN( 0.0 ) = I
RSIGN( 1.9 ) = I
ISIGN( -5 ) = -I
ISIBN( 0 ) = I
I51GN( 5 ) = I
IMAX( -3, -4 ) = -3
IMAX( 3, 4 ) = 4
IMIN( -3,-4 ) =-4
IMIN( 3, 4 ) = 3
RMAX( -2.9, -3.B ) = -2.90
RMAX( 2.B, 3.9 ) = 3.B0
RMIN( -2.9, -3.9 ) = -3.90
RMIN( 2.9, 3.9 ) = 2.90
¥BSAOD00D 3. Z-- 1
File 'u_il_es_.R' Page Z Updated @ 19:46:16 Mon 29 Sap 1986
ANGDE6(ONE) =











HMS( -36385.874L0 ) = -1006.Z58740
HMS( 36385.874L0 ) = 1006.258740
SECS( -1006.Z58?4LO ) = -36385.874000
5ECS( 1006.ZSB74LO ) = 36385.874000
JULIAN_DAYNUM( 1980, 4, Z ) = Z44433Z
¥411Z435Z 3. Z--2































¥44759R05 3 . Z --3












































0. 0000000000000 - 1Z. 0000000000000
-4. 0000000000000 -ZB.00000000_
¥CFBZ19FZ _. Z--4
Flle 'util_est. R' Page 5 Updated @ 19:46:16 Mon Z9 Sep 1986
L
MDIF( L ,M) =
MSUM(L,M) =
MXM( L, M > =
MXMT(L,M) =
MTXM( L. M ) =
MINV(M) =




















































































File 'u¢iltesi.R' Page 6 Updated @13:46:16 Mon 29 Sep 1986






































































¥FR3BODSB 3. 2 --S
File 'u_ilteB_.R' Page 7 Upda'ted @ I9:4G:IG Mon 29 Sep 198G
PRY = - 145. 0000000000000
RPR = 10. 0000000000000 - !5. 0000000000000
P = PRYQ( EULRAD( PRY ) )









EULDEG( QPRY( P ) ) = -145.0000000000000










P = PYRQ( EULRAD( PYR ) )
Q = YRYQ( EULRAO( YRY ) )
EULDEG( QPYR( P ) ) =

















File 'u_il_ee_.R' Page 8 UpdatedQ 19:46:16 Mon29 Sep 1986
R = QCXQ(P. Q
R.S = 0.94ZZZZ78649Z8
R.V = -0.1798Z48634331
R = QXQC( P, Q )
R.S = 0.94ZZZZ?8649Z8
R,V = -0.089Z100165536





















5.6L- 17 -5.6L- 17 -1.1L-16
0.0L÷00 -Z. ZL- 16 5.6L- 17





X = VDIF( V, IROT(ROT(V,Q),Q) )




¥BIB7F757 3 . Z -- 8
File 'u_iltes_.R' Pege 9 Upde_ed @ 19:46:16 Mon Z9 Sep 1986
P.S = PI * R.S
P.V = SXV( PI, R.V )
P. S = -0.73964533700Z9
P. V = Z. S 147660043043
Q = UNIQURT( P )
Q. 5 = -0.2354364230378
Q. V = 0. 8004748806090
R = QXQC( Q, Q )

















MP8 = QMAT(RPRQ(EULRAD( RPRPB )))
NERTENS_B = MTXM( MPB,MXM( NERTENS_P, MPB))












DIR6ONRLIZE ( 5, 1.0L-8, E, N )
E = 25.0000000000000 40.0000000000000 55.0000000000000
RPRBP = EULDE6( QRPR( IMRTQ( N ) ) )
RPRBP = -Z0.0000000000000 15.0000000000000 -9.9999999957838
¥89DBD316 3. Z-- 9
File 'u_iltest. R' Page 10 Updated @ 19:46:16 Mon 29 Sep 1986
TEST_UTILSTAT_MODULE
Test UNIFORM_RANDOM_SCALAR Function




( UNCERTAINTY = 5.0 )
CLRSS ACTUAL EXPECTED ACTUAL /
UPPER BOUND DISTRIBUTION DISTRIBUTION EXPECTED
-5.0 0 0 1.0000
-4.0 103 100 1.0300
-3.0 215 Z00 1.0750
-Z.O 328 300 1.0933
-1.0 41Z 400 1.0300
0.0 $13 500 1.0260
1.0 60Z 600 1.0033
Z.O 704 700 1.0057
3,0 809 800 1.0113
4.0 BI2 900 1.0133
5.0 1000 1000 1.0000
¥68EDAS4D 21. Z-- 10
Flle 'ulil_es_.R' Page I! Updated Q 19:46:16 Mon 29 Sep 19BB
Tes_ GAUSSIAN_RANDOM_SCALAR Funclion




( SIGMA = 10.0 )
CLASS ACTUAL EXPECTED ACTUAL I
UPPER BOUND DISTRIBUTION DISTRIBUTION EXPECTED
-25.0 6 6 1.0000
-20.0 21 23 0.9130
-15.0 63 6? 0.9403
-10.0 146 159 0.8182
-5.0 298 309 0.9644
0.0 485 500 0.9?00
5.0 68? 691 0.9942
10.0 841 841 1.0000
15.0 937 933 1.0043
20.0 981 977 1.0041
ZS.O 994 994 1.0000
¥S4EOCBEO 3 . 2-- I 1










-O. GZ7 0.667 1.000
-0.87! 0.789 0.720 1.000
SIXPOPOUT = T * M , where M is SIXTUC_MRTRIX( SIXPOPIN )









-0. GZ7 0.667 l.000




0.0L+@@ 0.0L+00 0.0L+00 0.0L+00
0.0L+00 0.0L+00 0.0L+00 0.0L+00 0.0L+00
0.0L+00 0.0L+00 0.0L+00 0.0L+00 I.IL-IG 0.0L+00
¥SZAZZGEZ 3. Z-- 1 Z
File 'utilteet.R' Page 13 Updated @ 19:46:16 Mon Z9 Sep 1986
Test GRUSSIAN_RQNDOM_SIXVECTOR Function










-0.871 0.789 0.7Z0 0.417
SIXPOPOUT = statistical summary o£ 1000 p6eudorandoM
six-vectors £ro_ population defined by SIXPOPIN
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SIXPOPOUT = sta_islical 6u_mary of 1000 pseudorandom
six-vectors from population defined by SIXPOPIN
SIXPOPOUT = 10.16Z
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SIXPOPOUT = sla_islical summary of 1000 pseudorandom
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