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Abstract 
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Parker Hannifin’s Precision Cooling Business Unit builds cooling units that utilize the heat of 
vaporization of a refrigerant in order to absorb excessive heat, commonly generated by higher 
powered electronics. This is an adaptive project that will involve modifying an existing cooling 
unit that a previous group has already designed and tested, which can be found at [21]. We will 
not change how the unit cools but we will modify how the user controls the machine. The 
specific purpose of this project is to provide the current two-phase cooling unit with the 
capability of wireless monitoring and control through an Android-based computer tablet. 
Specifically, through the user-friendly software interface on the computer tablet, one can specify 
the heat load and desired temperature, which will be wirelessly transmitted to the cooling unit. 
The control board on the cooling unit will adjust the fan speed and pump speed to reach the 
desired temperature. In addition, the control board will monitor various sensors (i.e., temperature 
sensors, pressure sensors, and flow meters) and wirelessly transmit their values to the tablet, 
which then displays the working status of the unit in real time. This allows users to conduct the 
control systems operation test and see how quickly and accurately the heat source temperature 
approaches the desired temperature. 
 
This report details the entire design process to achieve the goal of providing the cooling unit with 
wireless monitoring and control capability. This report will include the conceptual design, 
building phase, testing phase, and evaluations and recommendations. The conceptual design 
section will define the specific goals of the project as well as the calculations. The building phase 
section will display and discuss the design and the implantation of individual parts into the 
cooling unit. The testing phase section will discuss the various tests conducted. The evaluations 
and recommendations section will discuss the effectiveness of the implementation as well as 
recommendations to improve the design.  
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Section I: Conceptual Design 
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Overall System Design 
In the previous semester, we assessed different conceptual designs based on the criteria that will 
help in achieving the best overall design. We found that it was possible to interpolate variable 
designs that could be implemented in this project. The system-level design idea that was chosen 
as the best was the self-enclosed system. 
 
                                                      Figure 1: The self-enclosed system.  
The self-enclosed system is depicted in Figure 1. In this design, both the DAQ system and 
control scheme are implemented in the microcontroller on the Arduino board. The user inputs of 
heat load and desired temperature will be transmitted wirelessly using the Wi-Fi protocol to the 
microcontroller. The sensor readings from the different transducers are fed directly through A/D 
converter to the Microcontroller which would transmit the sensor readings to the Tablet. All of 
the calculations necessary for  controlling the pump and fan would be done in the 
microcontroller and the output commands would be fed directly through a D/A convertor to the 
fan and pump accordingly. 
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Data Acquisition and Signal Conditioning 
Various sensor measurement data needs to be converted into digital values before being 
manipulated by the microcontroller. In this section, a brief introduction of the microcontroller 
board and the various sensors in the cooling unit is included.  
Microcontroller                                 
The microcontroller is an Arduino Due board [4] which is based on the Atmel SAM3X8E ARM 
Cortex-M3 CPU [10], which has a 32-bit ARM core controller. The board has 54 digital 
input/output pins of which 12 are analog inputs. The microcontroller has an 84 MHz clock and 2 
digital to analog converters. The max input and output the pins can tolerate is 3.3 V unlike most 
Arduino boards which support 5 V. The board has 96 Kbytes of SRAM and 512 Kbytes of flash 
memory to allow for large amounts of code. The 3.3V of the microcontroller supplies both the 
thermocouple amplifier/digitizer and the ambient temperature sensor. The 5 V pin powers the 
Op-Amp and the Wi-Fi module. Since the AC-DC transformer outputs 24 VDC, a voltage 
divider is required to supply the microcontroller with its operating voltage of 7 to 12 VDC. 
Pump 
The pump is a PPC-PU-004 provided by Parker which is a variable speed pump that moves the 
coolant through the system. The speed of the pump is controlled by a DC voltage signal which 
varies from 0-5 VDC. Speed control signal is obtained from an output pin of the microcontroller. 
Since the microcontroller outputs 3.3 VDC, the speed control signal from the microcontroller 
must be amplified by the Op-Amp in order to produce the 0 to 5V signal needed for pump speed 
control. The Op-Amp connections can be seen in Figure 2. The pump uses three wires, red for 
supply, black for ground, black for pump speed control voltage. The analog voltage from the 
Arduino board at pin DAC0 is connected to the Op-Amp which then is connected to the pump 
speed control voltage wire. 
Fan  
The fan is an EBM W3G300-BV24-01 [6] which is a variable speed fan. The speed control 
signal of the fan is obtained from an output pin of the microcontroller. Since the microcontroller 
outputs 3.3 V logic, the signal from the microcontroller is amplified to 0-5 V in order to control 
the speed of the fan. The amplifying circuit connection can be seen in Figure 2. The fan uses 
three wires, black for supply, brown for ground, and yellow for speed control voltage. The fan 
speed control is controlled from output Pin 2 of the Arduino board, which is connected to the 
Op-Amp that amplifies the voltage shown in Figure2. 
 
 
10 
 
 
Figure 2: Schematic of a non-inverting amplifier. 
A non-inverting Op-Amp has a feedback path from the output circuit to the inverting input. A 
non-inverting Op-Amp insures that the output voltage (Vout) is greater than or equal to the input 
voltage (Vin). The equation for calculating the amplification is below. 
                                                         VR
RV inout *)1(
1
2+=                                                        (1) 
 
Pressure Sensors 
The two pressure sensors used are NOSHOK 200 Series Voltage Output Pressure Transducers 
[5]. These sensors are placed at pump outlet and condenser outlet. These sensors are powered by 
24 VDC from the AC-DC transformer and outputs 0 to 5 VDC which must be divided in order to 
not damage the microcontroller which can only accept up to 3.3 VDC. The voltage divider can 
be seen in Figure 3. The output voltage corresponds to the measured pressure. Three wires are 
used: red for supply, black for common, white for output. The two white wires of the pressure 
sensors are connected to Analog Pin 1 and Analog Pin 2 of the Arduino board. 
 
Liquid Flow Meter 
The flow meter an 8000 Series Liquid Flow Meter manufactured by Proteus [3]. It is powered by 
24 VDC from the AC-DC transformer and has an output sensor signal of 0 to 5 VDC which must 
be divided in order to not damage the microcontroller. The voltage divider used can be seen in 
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Figure 3. The output readings of the flow meter is connected to the Analog Pin 0 of the Arduino 
board. 
 
 
Figure 3: Schematic of a basic voltage divider  
A voltage divider, as seen in Figure 3, is a circuit that produces an output voltage (Vout) which is 
a fraction of the input voltage (Vin). The output voltage of the circuit can be calculated from the 
following equation. 
                                               VRR
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Temperature Sensors  
The thermocouples are K-type manufactured by Omega [1].The thermocouples are located in 
two places in the unit, at the condenser inlet and at the condenser outlet. They are connected to 
the Maxim MAX31855 chip [9] which converts the input to digital values and amplifies the 
signal. The digital values are then sent back to the microcontrollers at pins. Five wires are used 
for the connections: supply, ground, data out, clock, chip select. The data out wire is connected 
to the SPI pin 3 on the Arduino board. The clock wire is connected to SPI Clock (pin 2) of the 
Arduino board. The chip select wires are connected to pin 10 for the condenser inlet and pin 4 
for the condenser outlet of the Arduino board.  
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The ambient temperature sensor is an Analog LM35 [2]. The ambient sensor is located on the 
outside of the unit and is used to ensure that the inlet temperature is between 10 to 20°C of the 
ambient temperature. The ambient temperature sensor is connected to the Analog 3 pin of 
Arduino board. 
 
Wireless Communication 
The Wi-Fi protocol is selected to implement the wireless data transfer. Both the tablet and the 
cooling unit will be connected to the same wireless network in the area that it is being used. 
There will be encryption algorithms built in to ensure that no unauthorized users can access the 
cooling unit. 
Wi-Fi  
 
Figure 4: Wi-Fi Shield 
A Wi-Fi shield [7] is connected to the microcontroller board. In this project a WizFi210 Wi-Fi 
module [8] is used. This module supports serial communication to Arduino microcontroller 
boards. It supports UDP, TCP/IP, and DHCP networking protocols and it supports data rates up 
to 11Mbps. The shield acts as the bridge between the 802.11 wireless communication channel 
and the serial port input on the microcontroller board by taking the wireless data and 
transforming it to a serial stream and sending it to the UART port on the microcontroller. The 
Wi-Fi shield has built-in encryption algorithms that will ensure data integrity. The following 
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security protocols are supported by this Wi-Fi shield: WEP, WPA/WPA2–PSK, Enterprise, 
EAP-FAST, EAP-TLS, EAP-TTLS, and PEAP. 
 
Communication Protocol 
In order to connect the Wi-Fi shield to the tablet, both must be connected to the same network. 
The IP address and the port number must also be specified beforehand. The IP address can either 
be a dynamic IP address set by DHCP protocol or a static IP address from the user. The port 
number can be any number except the already set well-known ports [19]. An example of the IP 
address and port number can be seen in Figure 8. 
Once the connection has been set, the protocol used to send the data is the Transport Control 
Protocol or TCP. The TCP protocol is used instead of UDP because TCP is a reliable protocol, 
where the sender and receiver both collaborate in mechanisms like flow control and congestion 
control to make sure data can be received reliably. TCP does this by determining if a data packet 
was lost and retransmitting the same packet until it is received. Another reason why TCP was 
chosen over UDP is because of the fact that TCP packets are received in order unlike UDP. A 
TCP segment consists of 2 parts: the header and the data section.  
TCP Header 
The header of the TCP contains values such as the source and destination of the packet as well as 
TCP error control, an example of a TCP header can been seen in Figure 5. 
 
 
Figure 5: TCP header 
 
TCP Data 
The data section contains the payload of the TCP packet. The payload determines how the data 
received and sent will be distinguished between the both sides. For instance, the user must send 
the Arduino board the heat load and temperature in order so that the Arduino/shield can read in 
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those values and interpret them correctly. Both sides must agree on the format and order of the 
data to be sent and received. 
The way that the data was sent is in the format of JavaScript Object Notation or JSON. JSON is a 
lightweight data-interchangeable format. It is human-readable and easy for machines to parse 
and generate data. It is based off of JavaScript but is language-independent, therefore, works 
with many different programming languages. An example of the JSON format can be seen 
below. For the following example in order to access the age of the variable jason, a simple call to 
jason.age will return the age of the variable and so on. In our case we sent a string with 
parameters such as actual temperature, state 2 pressure, and so on with their corresponding 
values from the sensors or from calculations. 
 
Figure 6: Example JSON format 
Antenna placement 
Because the housing containing all parts of the cooling unit is steel, which may block the 
wireless signal, either the housing unit must be changed or the antenna must stick out of the unit 
through a hole. The antenna of the Wi-Fi shield cannot be extended because it would change the 
radio pattern of the antenna, therefore the material of the housing unit must be changed. For this 
project though, the main purpose was to test the wireless communication between the unit and 
the tablet, in order to read the desired parameter and report the sensor readings. The changing of 
the housing unit is beyond the scope of this project, the housing unit will remain open through 
the testing phase to allow for wireless communication. 
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User Interface 
 
 
Figure 7: Google Nexus 7 Tablet 
A user application software is developed to run on Android devices. In this project, a Google 
Nexus 7 Tablet, 16GB, by ASUS is used. This tablet runs off of the Android 4.3 (Jelly Bean) 
operating system. It is capable of connecting to networks using the 802.11 a/b/g/n protocols. The 
mobile application developed for the user interface will have user-friendly options to set the 
desired temperature and heat load. There will be screens where the user will be able to see the 
temperatures and pressures of the various sensors as well as the entropy and enthalpy of the 
system in real time. A software application for the user interface was developed by computer 
science students Jacob Penner and Nathan Spielman. Figures 8-16 below display layout of the 
software application developed for the user interface. 
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Figure 8: Tablet Interface Screen Showing How User Will Connect to Cooling Unit. 
 
Figure 9: Shows a screenshot of when the user is selecting a desired temperature and heatload 
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Figure 10: Shows a screenshot of the options displayed in the custom section for desired 
temperature from Figure 9 
 
Figure 11: Shows a screenshot of the options displayed in the custom section for heat load from 
Figure 9. 
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Figure 12: Once the “Cool It!” button is pressed the desired heat load and temperature will be 
sent to the Arduino 
 
Figure 13: Once the values have been set, this page allows the user to select what they would 
like to see 
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Figure 14: An example of how the temperature chart will look like if the button is pressed 
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Figure 15: An example of how the Summary Page will look like if pressed 
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Figure 16: An example of how the Advanced Calculations page will look like 
Control Scheme 
In order to efficiently control the system, a control scheme must be developed. The control 
scheme directs or regulates the behavior of different parts in the system, as well as the 
adjustment during the steady state operation. The system is required to reach the steady state, a 
temperature of ± 1ºC apart from the desired temperature, within two minutes of operation. Once 
the system reaches the steady state, it still needs to be constantly monitored in case there are any 
changes that need to be adjusted or accounted for. The selected concept for the control scheme 
was to implement a PID control system. Due to the complexity of designing a PID system and 
the limited amount of time, the group decided instead to develop an algorithm for the fan speed 
control and implement a look up table for the pump speed control.  
User Input 
At start up, the user will be asked to select the heat load and the desired temperature at the inlet 
of the condenser.  
Desired temperature input: The microcontroller will offer the user a range for the desired 
temperature input through the user interface with tablet. The range of the desired temperature 
will be dependent on the ambient temperature. The desired input temperature should be less or 
equal to 50°C and the difference amongst desired temperature and the ambient should be 
between 10 °C and 20°C. Once the user has input the desired temperature, it is sent back to the 
microcontroller and stored. 
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Heat load input: Through the user interface with tablet, the user will select the desired heat load 
to be removed from the heated channel. The tablet will offer the user heat loads from 2kW to 
4kw in increments of 0.5kW. Once the user has input the heat load, it is sent back to the 
microcontroller and stored. 
Fan Flow Rate 
 
Figure 17: Fuzzy logic diagram 
A fuzzy logic system shown in Figure 17 is used to control the fan speed. A simplified design 
algorithm is used to design the fuzzifier, inference engine, rule base and defuzzifier for the 
cooling unit system according to the control strategy of the cooling unit to achieve the fan’s 
speed that is needed to maintain the desired temperature. The model can operate within 10 ºC to 
20 ºC from the ambient temperature. And user can set any desired temperature from 10 ºC to 50 
ºC.  
A. Deviation From Desired Temperature  
It gives the difference between the user desired temperature and current temperature of 
the inlet of the condenser as recorded by the temperature sensor at the inlet. As this 
model can work between temperature range of 10-20 ºC from the ambient temperature 
and user can set any desired temperature from 10-50 ºC, so temperature difference 
between the inlet condenser’s temperature and the user preferred temperature can never 
go 20 ºC above or 20 ºC below the desired temperature. Thus (-20 ºC) & (+20ºC) are the 
lower and upper limits of the input variable “deviation from desired temperature”. An 
input membership function was implemented for the deviation from the desired 
temperature. The deviation from the desired temperature was calculated through 
subtracting the inlet condenser temperature from the desired temperature set by the user. 
The deviation from the desired temperature was categorized into five categories: 1.Large 
negative deviation.  2. Small negative deviation.3. Small difference deviation 4.Small 
positive deviation.5. Large positive deviation. 
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Table 1 shows the range for each categorization for the deviation from the desired 
temperature.  Figure 18 below demonstrates the plot for the membership function as 
triangular functions for the deviation from the desired temperature. 
 
Figure 18: Plot of membership function for the deviation from Desired Temperature. 
Table 1: Membership Functions for “Deviation from desired temperature”. 
 
Membership function RANGE(C) 
Large negative deviation -21 to -6 
Small negative deviation -12 to 0 
Small difference -1 to 1 
Small positive deviation 0 to 12 
Large positive deviation 6 to 21 
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B. Fan Speed value 
 A voltage between 10-255 digital which correspond to the fan’s speed range will be 
written to the fan in order to control the fan. The fan’s speed is then categorized into five 
categories: 1.heat-fast 2.heat-slow 3. Cool-slow 4. Cool-fast. 5. cool-vfast. If the current 
inlet condenser’s temperature is above or below the desired temperature then this fan 
automatically gets on various speeds according to the rule base selector. Figure 19 below 
demonstrates the plot of the membership functions as triangular functions for the speed of 
the fan. Table 2 below shows the range for each category for the fan’s speed. 
 
Figure 19: Plot of the membership function for the fan speed. 
Table 2: Membership Functions for “Fan speed”. 
Membership Functions Range (%) 
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Heat-Fast 0 – 15 
Heat-slow 14- 32.5 
Cool-slow 31  -60 
Cool-fast 47 – 77 
Cool-vfast 72 -100 
   
            C.  Rule Base:   
Rule base is the step in the Fuzzy algorithm that associates the deviation from the desired      
temperature with the fan speed value required to achieve the desired temperature. Table 3 
below displays the association between the deviation from the desired temperature and 
fan’s speed. 
Table 3: Rule Base For the fan speed Fuzzy Logic Controller 
Rule     
No. 
Deviation from desired temp Fan speed 
1 Large negative deviation Cool-vfast 
2 Small negative deviation Cool-fast 
3 Small difference Cool-slow 
4 Small positive deviation Heat-fast 
5 Large positive deviation Heat-slow 
 
 
D. Fuzzification: 
 
The Fuzzifier decides how the deviation from the desired temperature will be converted 
into a fuzzy input to be used by the inference engine. In this step, a value for the 
deviation from the desired temperature will be received in the fuzzy logic. This value will 
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correspond to a value in the different ranges of the membership input functions. The 
deviation from the desired temperature can correspond to one range or it can be an 
intersection of two fuzzy set. As a result, the Fuzzifier will compute two values using 
fuzzy set calculation that correspond to the location of the deviation from the desired 
temperature in each fuzzy set and the two values will be send to the interface engine. 
 
 
E.  Inference Engine: 
The inference block accepts two values from the Fuzzification process and the inputs of 
the inference would be compared. The min-max inference method uses the min operator 
between the two inputs (rule's antecedent) resulting from rule conditions and the rules are 
finally combined by using OR operator and interpreted as the max operation for each 
possible value of the output variable. 
 
F. Deffuzifier: 
In this system, one defuzzifier controls the digital voltage value that is sent to the fan 
through the microcontroller in order to control the fan’s speed. defuzzification process 
provides the crisp value outputs after estimating its inputs through the interface engine. 
The defuzzifier estimates the crisp value output according to the center of average 
(C.O.A) method. This value will correspond to one of the membership functions of the 
fan’s speed. The output value will then be written to the analog terminal the 
microcontroller to control the fan’s speed. 
 
Pump Flow Rate 
After the user selects the inputs and all states are set, the refrigerant flow rate can be determined 
using equation (3). To calculate the refrigerant mass flow rate, the other three variables must be 
known. The heat load, Q [kW], is known because it is input by the user at start up. The enthalpy 
at State 1 and State 4 can be obtained from the thermodynamic analysis. After the mass flow rate 
has been found, the volumetric flow rate can be calculated using equation (4) and the density at 
state 4, p4 [kg/m3]. Table 4 displays volumetric refrigerant flow rate calculated using equation 
(2).  Table 4 shown below will be implemented as look up table array in the microcontroller. 
When the user selects the desired temperature and the heat load, the microcontroller will select 
the corresponding refrigerant flow rate from Table 4 and this value will be send to the pump to 
assign the pump’s speed. 
27 
 
. ]/[
41
skgQ
hhm −
=
•
•
                                                                               (3) 
 
][3600*1000* 3
4
LPH
hr
s
m
lmV
p
•
•
=                                                                (4) 
                                                            
Table 4: Refrigerant Flow Rates Required Based on selected Inputs 
 
 
 
 
 
 Volumetric Refrigerant Flow Rate [LPH] 
4[kw] 3.5[kW] 3[kW] 2.5[kW] 2[kW] 
50°C 122.99 107.00 91.72 76.43 61.15 
45°C 115.45 101.02 86.59 72.16 57.72 
40°C 109.47 95.79 82.10 68.42 54.73 
30°C 99.53 87.09 74.65 62.21 49.77 
25°C 95.34 83.42 71.50 59.59 47.67 
20°C 91.53 80.09 68.65 57.21 45.77 
15°C 88.09 77.08 66.07 55.06 44.05 
10°C 84.94 74.32 63.70 53.09 42.47 
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            Section II: Build Process 
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Wiring Connections/Hardware 
The cooling unit receives complete power supply from a wall outlet of 120 VAC. A power entry 
unit is used to provide an easy ON/OFF switch and also to provide safety feature in the form of 
integrated circuit breaker. 
Inside the unit, the 24 VDC power supply and AC-to-DC adapter are connected to the power 
entry module. 16 AWG wire is used to connect 24 VDC power supply and AC-to-DC adapter to 
the power entry module. The 24 VDC power supply is used to power the pressure sensors, flow 
meter, pump and fan. It is connected to the power entry module with three 16 AWG wires, Live, 
Neutral, Safety Ground. The AC-to-DC adapter is used to power the microcontroller board. It is 
connected to power entry module using two wires, Live and Neutral. Figure 20 below shows the 
placement of the Wi-Fi shield on the Arduino board and the wiring connection from different 
sensors. 
 
 
                                             Figure 20: Wi-Fi shield on top of the Arduino board 
Pressure Sensors 
The pressure sensors used are NOSHOK Series 200 pressure transducers. They use three wires, 
red for supply, black for common, white for output. The supply (red) was connected to the 
positive terminal of 24 VDC power supply, common (black) was connected to the negative 
terminal of the power supply; output (brown-gold) was connected to our sensor circuit described 
previously. 16 AWG wire was used for the supply and common connections, 22 AWG wire was 
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used for the output. The output of the sensor circuit uses 22 AWG wire to connect the circuit to 
the microcontroller board. 
The Pump Outlet pressure sensor is connected to the microcontroller board ADC, ANALOG IN 
A1 terminal. The Condenser 43 Outlet pressure sensor is connected to the microcontroller board 
ADC at ANALOG IN A2 terminal passing through WI-FI shield. Flow meter used is Proteus 
8000 series. The unit we were given had to be manually switched to output readings using 0-5 V. 
This device uses 4 wires, red for supply, black for ground, brown for voltage output, green for 
analog ground. Supply was connected to the positive terminal of power supply, ground was 
connected to the negative terminal of the power supply, analog ground was also connected to the 
negative terminal of power supply’s voltage output was connected to our sensor circuit. This 
device comes wired already. The sensor circuit is uses 22 AWG wire to send output to the ADC 
on the microcontroller board at terminal ANALOG IN A3 through the WI-FI shield.  
Pump 
Parker 250 LPH small pump is used. It uses three wires, red for supply, black for ground, black 
for pump speed control voltage. Supply was connected to the positive terminal of the power 
supply; ground was connected to the negative terminal of power supply. The pump speed control 
is connected to DAC0 terminal of the microcontroller board. These three wires plug into the J2 
socket on the pump controller board. The pump plugs into J1 socket on the pump control board.  
Fan 
Fan is EBM-Papst W3G300-BV24-01. It uses three wires, black for supply, brown for ground, 
and yellow for speed control voltage. We used 16 AWG wire to connect supply to positive 
terminal of the power supply, ground to negative terminal of the power supply. Speed control 
wire was connected to our fan speed control circuit using 22 AWG wire.  
Temperature Sensors 
Ambient temperature sensor is Analog Devices TMP36. This sensor uses three wires, 3.3 V 
supply, ground, and output. It is connected to Wi-Fi shield that is placed on the microcontroller 
board using 22 AWG wire. 3.3 V supply is connected to the 3.3 V terminals on the 
microcontroller board through the pins of the Wi-Fi-shield; ground is connected to the ground 
(GND) terminal on the microcontroller board. Output is connected to terminal ADC on the 
microcontroller board. This sensor uses terminal ANALOG IN A0. The thermocouples used in 
the project are K-type. They are connected to breakout boards. These breakout boards use 
Maxim Integrated MAX31855PMB1 chips to convert analog voltages from the thermocouples to 
the digital values, the digital values are then sent to the microcontroller board. A white wire is 
used to connect breakout boards to the microcontroller. Five wires are used for the connections: 
supply, ground, data out, clock, chip select. Supply is connected to the 3.3 V terminals on 
microcontroller board; ground is connected to ground terminal on microcontroller board. The 
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two thermocouples share the data out and clock lines, these lines are connected to SPI header on 
the microcontroller board. The thermocouples are located in two places in the unit, at condenser 
inlet and at condenser outlet. Each thermocouple is selected using Chip Select line.  
Connections 
Figure 21 below shows a close-up view of all of the connections going to and from the Arduino 
board and the Wi-Fi shield. The thermocouple digitizers as well as the op-amps are soldered onto 
a PCB breadboard before being connected to the Arduino board. 
Figure 22 shows the electrical box within the cooling unit. 
 
Figure 21: Internal connections of the Arduino/Shield 
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Figure 22: The electrical box inside the cooling unit. 
 
Software 
This project mainly consists of software implementation, some of which include: connecting to a 
network, creating the Fuzzy logic for the fan speed, and creating the data to be sent over 
wirelessly. 
Connecting to a network 
In order to connect to a network the Wi-Fi shield EiFi, which uses a WizFi210 chip must be 
programmed to do so [22]. The commands used in our project can be seen below in Figure 23. 
The first line of the program lets the chip know the password of the network that we would like 
to connect to, if there is one. The next line tells the chip that we will not be using DHCP, so we 
will declare a static IP. Now that it knows we will have a static IP, we have to declare that static 
IP, in this case it is 192.168.1.110, as well as the subnet and gateway. Next we tell the chip that 
we would like to transport data using TCP, and that we would like to be the server, and finally 
that the port number we will be reading and writing out of is 4000. Next we tell it the SSID or 
the name of the network we would like to connect to, so it this case the router was given the 
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SSID of Parker. Finally to enable all of the commands and send the board to serial mode, an 
ATA command will be sent to the Wi-Fi shield. 
 
 
Figure 23: The code for connecting to the network as well as set up our parameters 
 
Fan Speed Implementation 
As stated before, to control the fan speed we decided to use Fuzzy Logic. To implement our 
Fuzzy Logic, a library must first imported [23]. This library takes care of all of the Fuzzifier and 
DeFuzzifier logics for us, we simply have to put in our parameters. Figure 24 shows how we 
implemented our Fuzzy Logic. In Figure 24, we specified our ranges of temperature differential. 
In Figure 25, we correspond those temperature differentials to a fan speed percentage. So if the 
temperature has a large negative temperature differential, desired temperature – inlet 
temperature, the fan will be set to very low fan speeds to heat up the system and so on and so 
forth. 
 
Figure 24: The code to set up our Fuzzy Logic 
34 
 
 
Figure 25: The code that specifies the fan speed range percentage 
Data Format 
As stated before, a TCP segment as 2 parts a header, which we don’t have to worry about, and 
data. The data segment allows the server and client to know what kind of data is being sent, and 
how it is being sent. Both sides must agree on the format in order to parse the information 
correctly. This project uses JSON or JavaScript Object Notation because of its ease of use. 
Figure 26 below shows some of the code implemented to create our JSON object that will be 
sent to the tablet. 
 
Figure 26: JSON object being sent to the tablet 
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Section III: Testing 
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Testing 
For the voltage divider testing, we wanted to ensure that the input voltages from the sensors 
going to the Arduino did not exceed the 3.3 V allowed. To do so we tested the three different 
voltage dividers that will be used to step down the voltage of the sensors. For this testing we 
simply connected a power supply to one end and checked the output voltage. The results can be 
seen below in Table 5. 
For the amplifying circuits, we had to ensure that the output voltages of the Arduino did not 
exceed 0-5 V for the pump speed and 0-10 V for the fan speed. The procedure used was the same 
procedure used in the voltage divider. A power supply was connected to one end of the 
amplifying circuit, and the results were collected at the output. The results can be seen below in 
Table 6. 
The connectivity ranges of both the tablet and the Wi-Fi shield can be seen in Table 7. The test 
included, placing the router in a concrete room and then walking the tablet or shield away from 
the router in a straight line. The results can vary greatly depending on the environment. For 
example, one of the rooms that the connectivity test was taken in, the Wi-Fi shield was only able 
to stay connected around 25-30 feet away from the router. 
Table 5: Testing for the voltage dividers. 
 
Table 6: Testing for the Op-Amp. Note: Make sure the voltage that is powering the Op-Amp is 
10V or above because that is the max output of the Op-Amp for the 10 V amplifier. 
Output Voltage of 
sensors (V) 
Pressure Sensor 1 
voltage after divided 
(V) 
Pressure Sensor 2 
voltage after divided 
(V) 
Flow Meter 
voltage after 
divided (V) 
5.02 3.29 3.29 3.29 
4.01 2.64 2.64 2.64 
3.05 2.01 2.01 2.01 
2.02 1.33 1.33 1.33 
1.02 .67 .66 .66 
Output Voltage of Arduino 
(V) 
Amplified Voltage (0-5 V) Amplified Voltage (0-10 V) 
3.33 5.49 9.69 
2.55 3.82 8.11 
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Table 7: Range tests for both the tablet and the Wi-Fi shield from the router through 1 concrete 
wall. 
Range Tablet Wireless Status Wi-Fi shield Wireless Status 
10 ft. connected connected 
30 ft. connected connected 
50 ft. connected connected 
75 ft. connected connected 
100 ft. connected connected 
 
 
 
 
 
  
1.50 2.31 4.83 
0.52 0.80 1.65 
0.08 0.14 0.29 
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Section IV: Evaluation & 
Recommendations 
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After the testing of the cooling unit has been completed, an evaluation of each of the individual 
parts must be done to determine its effectiveness. The test data can be used to determine if the 
requirements, which are stated at the beginning of the report, were met. If they were not 
accomplished then we will state them. 
Requirements and Specifications 
Heat Load Removal 
The system required to remove any heat load in the range of 2000 W to 4000 W in increments of 
500 W.  The control system was set up to allow the user to select already predetermined values 
of 2 kW, 3 kW, and 4 kW. If the user did not want these values they could go into the custom 
menu and select their own desired temperature and heat load.  
Operating Temperature 
Another requirement was to ensure that the temperature at the condenser inlet cannot exceed 
50°C.  As well, the condenser inlet temperature must be between 10°C and 20°C of the ambient 
temperature. The tablet does not display any values over 50°C so therefore the condenser inlet 
temperature will never exceed 50°C. To ensure that the condenser inlet temperature is within the 
10°C and 20°C, we allowed users to select values that do not fall into that range but when the 
program is started we will adjust it so it does. For example, if the ambient temperature is 20°C 
and the desired temperature was selected to be 50°C, the system will convert the desired 
temperature to the max allowed and do calculations for that, in this case 40°C. On the other hand 
if the ambient temperature is 50°C and the desired temperature is 10°C, then the calculations will 
be for a desired temperature of 30°C. 
Limitation and Constraints 
Size 
The new implementation must fit into the size of the current electrical box. The new system 
easily accomplished this with much more room to spare. 
Weight 
The weight of the unit was required to be under 250 lbs. The weight of the cooling unit without 
the refrigerant was tested in the previous report to be 170 lbs and because we couldn’t have 
added more than a pound of weight to the whole system, this limitation is accomplished. 
Budget 
The budget that Parker allocated to us was $2000. The cost of materials is expected to be 
$535.79. With some duplicate hardware used for the prototype, the total cost for building and 
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testing is $ 934.47, which is under half of our budget. The complete listing of merchandise 
purchased can be seen in the Bill of Materials, Appendix D. 
Individual Components 
Asus Nexus 7 
The Asus Nexus 7 did its job perfectly. A cheap, lightweight, and durable tablet that caused us 
no problems. The battery life is excellent so we didn’t have to worry about charging it up often 
especially when we were testing on it for hours. 
Arduino Due 
The Arduino Due did a good enough job for the purpose of this project. It easily held the amount 
of code uploaded into it. The processing speed of the board is quick enough for what we had it 
do. It has plenty of input and output ports to spare. However, there are some problems with the 
Arduino Due board. 
The problem with the Due is that the ports can only receive and output 3.3 VDC. The problem is 
that we had to amplify this 3.3 VDC to 5 VDC, which is standard for all other Arduino boards, to 
control the pump speed. This can cause errors when trying to control the pump and fan speed 
because it involved connecting Op-Amps and resistors to the system which also made it have 
more wires.  
Another problem is that instead of having a range from 0 VDC to 3.3 VDC, the ports actually 
have a voltage range from 0.54 VDC to around 3 VDC. This is a huge problem that will greatly 
affect the values sent to the tablet as well as the control scheme of the pump and fan. 
Finally, the last problem that is just a great annoyance is that the Arduino Due does not support 
Software Serial. Software Serial allows the user to change the receiver and transmitter ports of 
the Arduino boards. This is a problem because if there is something connected in the RX and TX 
ports, the Arduino will not allow any code to be uploaded. So, every time a new code had to be 
uploaded the shield had to be taken off or the jumpers on the shield had to be taken off which is a 
huge annoyance. If the Arduino Due allowed Software Serial then it would take care of this 
problem and we wouldn’t have to take off the jumpers every time we wanted to upload another 
code. If this project is pursued again, we recommend that the next group find a way around this 
problem. 
WiFi shield EiFi 
The main reason that the WiFi shield EiFi was selected is because of the fact that it allowed for 
communication even with an Enterprise encryption network such as IPFWs’. The problem we 
overlooked is that IPFW has many different sub-networks, or subnets, set up and because the 
WiFi shield and the tablet had to be on the same subnet at any given time, it seems that any 
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shield would have sufficed. We had to buy a separate router to ensure that both the shield and the 
tablet were connected on the same network whether it be at IPFW or Parker. 
Another problem that could occur is that because the Wi-Fi shield was given a static IP, there 
could be problems if that same IP were to be given to another device. A solution around this 
could be that because the LCD screen is still intact, it could be possible to use a dynamic IP 
address and display the address to the LCD screen for the user to plug in themselves. 
 
Linksys Router  
The router did an exceptional job. It connected to both networks easily and allowed us to create 
our own network and connect to it easily. 
Control Scheme 
The control scheme proved that the system was satisfactory. The main priority of the project is 
the wireless communication so if more time was spent on the control scheme, it could have 
achieved steady state in under 2 minutes. The control scheme worked well enough to turn the fan 
speed up and down depending on the circumstances, as well as control the pump speed.  
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Conclusions 
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In conclusion, the wireless communication of Parker’s Two-Phase Cooling unit was a success. 
The main purpose of this project was to enable Parker’s Two-Phase Cooling Unit with the ability 
to be controlled and monitored by a wireless device. We were given the option of using any 
wireless communication we wanted and decided to go with Wi-Fi due to the fact that if Parker 
wanted to monitor and control multiple devices it could easily be done with Wi-Fi. The tablet 
and the shield were able to send and receive data from one another in real time. The data was 
correctly sent and received according to our calculations as well. Not only that the control 
scheme was able to change the pump and fan speeds according to the calculations. Overall, all of 
the important requirements given have been met by the expectations set forth by Parker 
Hannifin. 
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Appendix A: Internal Schematic 
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Appendix B: Wi-Fi shield EiFi Specification table 
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Appendix C: Fan Specification 
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Appendix D: Bill of Materials 
 
 
Component Qty per 
unit 
Supplier 
name 
Material 
cost 
Total material 
cost 
Microcontroller, Arduino due 2 Arduino $ 49.54 $ 99.08 
Arduino Wi-Fi Shield 1 Digi-key $ 115.97 $ 115.97 
Linksys Router 1 Newegg $ 49.99 $ 49.99 
Wi-Fi shield-Eifi 2 Airyear $ 64.27 $ 128.54 
Google Nexus 7 2 Best buy $ 229.99 $ 459.98 
Amplifier and digitizer 3 Adafruit $ 17.50 $ 52.50 
Amplifier 2 Analog devices $   8.00 $ 16.00 
10 kOhm 2 Digi-key $   0.10 $  0.20 
16.2 kOhm 2 Digi-key $   0.10 $  0.20 
1 kOhm 2 Digi-key $   0.10 $  0.20 
2.94 kOhm 3 Digi-key $   0.10 $  0.30 
5.6  kOhm 3 Digi-key $   0.10 $  0.30 
511 Ohm 3 Digi-key $   0.10 $  0.30 
Total Cost   $535.79  $ 923.47 
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                                Appendix E: Microcontroller board 
 
#include <SPI.h> 
#include <FuzzyRule.h> 
#include <FuzzyComposition.h> 
#include <Fuzzy.h> 
#include <FuzzyRuleConsequent.h> 
#include <FuzzyOutput.h> 
#include <FuzzyInput.h> 
#include <FuzzyIO.h> 
#include <FuzzySet.h> 
#include <FuzzyRuleAntecedent.h> 
 
int heatLoad = 0; 
int desiredTemperature = 0; 
 
int actualTemperature =0; 
int ambientTemperature= 0; 
int exitQuality= 0; 
 
float densityOfRefrigerant= 0; 
float workRateOfPump= 0; 
float massFlowRate= 0; 
float volumetricFlowRate= 0; 
float rateOfHeatRejectionByCondenser= 0; 
 
float state1Temperature= 0.00; 
float state1Pressure= 0; 
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float state1Enthalpy= 0; 
float state1Entropy= 0; 
 
float state2Temperature= 0; 
float state2Pressure= 0; 
float state2Enthalpy= 0; 
float state2Entropy= 0; 
 
float state3Temperature= 0; 
float state3Pressure= 0; 
float state3Enthalpy= 0; 
float state3Entropy= 0; 
 
float state4Temperature= 0; 
float state4Pressure= 0; 
float state4Enthalpy= 0; 
float state4Entropy= 0; 
 
// variables used in control part of fan speed 
Fuzzy* fuzzy = new Fuzzy(); 
  float dt; 
  float oldt; 
   
int len = 0; 
String JSON = ""; 
 
void setup() { 
  String NetInfo = ""; 
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  unsigned char len[4]; 
    
   Serial.begin(9600); 
      
  Serial.print("AT+WWPA=parker\r\n"); 
  Serial.print("AT+NDHCP=0\r\n"); 
  Serial.print("AT+NSET=192.168.1.110, 255.255.255.0, 192.168.1.1\r\n"); 
  Serial.print("AT+NAUTO=1,1,,4000\r\n"); 
  Serial.print("AT+WAUTO=0,Parker\r\n"); 
  Serial.flush(); 
  Serial.print("ATA\r\n"); 
   
  delay(7000); 
  while(!Serial.available()){} //Do nothing while it waits to connect to the router 
 
//  //Once a connection to the router is established The wifi Shield prints back the net info to the 
Board 
//  //This Do-While Loop captures that info so that the buffer is clear when the user is ready to 
send us  
//  //Heatload and Desired Temp. 
  do{ 
  NetInfo = NetInfo + Serial.read(); 
  }while(Serial.available() > 0); 
   
  while(!Serial.available()); 
  Serial.readBytes(len,4);    
   desiredTemperature = Serial.parseInt(); 
  heatLoad = Serial.parseInt(); 
   Serial.flush();  
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   delay(1000); 
 
//   startPump(); 
 
//// Step 2 - Creating a FuzzyInput deltaT 
 FuzzyInput* deltaT = new FuzzyInput(1);// With its ID in param 
  
 // Creating the FuzzySet to compond FuzzyInput deltaT 
 FuzzySet* deltaT_A = new FuzzySet( -22, -14.5,-14.5,-6); // larger dt negatives temperatures 
  deltaT->addFuzzySet(deltaT_A); // Add FuzzySet to deltaT 
  FuzzySet* deltaT_A1 = new FuzzySet( -12, -7,-7,0); // Small dt negatives temperatures 
  deltaT->addFuzzySet(deltaT_A1); // A\Add FuzzySet to deltaT 
 FuzzySet* deltaT_B = new FuzzySet(-1, 0, 0, 1); // +- temperature difference 
 deltaT->addFuzzySet(deltaT_B); // Add FuzzySet to deltaT 
 FuzzySet* deltaT_C = new FuzzySet(0, 7, 7,12); // + dt difference 
 deltaT->addFuzzySet(deltaT_C); // Add FuzzySet to deltaT 
 FuzzySet* deltaT_E = new FuzzySet(6, 14.5, 14.5,21); // larger + Dt temperatures 
 deltaT->addFuzzySet(deltaT_E); // Add FuzzySet to deltaT 
  
 fuzzy->addFuzzyInput(deltaT); // Add FuzzyInput to Fuzzy object 
  
 //passo3 
  // Passo 3 - Creating FuzzyOutput fanspeed 
 FuzzyOutput* fanspeed= new FuzzyOutput(1);// With its ID in param 
  
 FuzzySet* heatfast= new FuzzySet(15,20, 40.2,40.2);// slow fan spped(0-18)% 
 fanspeed->addFuzzySet(heatfast); // Add FuzzySet to fanspeed 
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 FuzzySet* heatslow= new FuzzySet(35.8, 40.2,64.2, 83); // Average fan speed(16-38)% 
 fanspeed->addFuzzySet(heatslow); // Add FuzzySet to fanspeed 
 FuzzySet* coolslow= new FuzzySet(80.2, 113.42, 113.42,149.8); // Faster fan speed(37-70) % 
fan speed 
 fanspeed->addFuzzySet(coolslow); // Add FuzzySet to fanspeed 
 FuzzySet* coolfast= new FuzzySet(120, 165.8,180.72,195.72); // Faster fan speed(56-80) % fan 
speed 
 fanspeed->addFuzzySet(coolfast); // Add FuzzySet to fanspeed 
 FuzzySet* coolvfast= new FuzzySet(185.4, 214,255,255); // Faster fan speed(72-100) % fan 
speed 
 fanspeed->addFuzzySet(coolvfast); // Add FuzzySet to fanspeed 
  
 fuzzy->addFuzzyOutput(fanspeed); // Add FuzzyOutput to Fuzzy object 
  
 //Passo 4 - Assembly the Fuzzy rules 
 // FuzzyRule "IF deltaT = A1 THEN fanspeed= coolfast" 
 FuzzyRuleAntecedent* ifdeltaTdeltaT_A1 = new FuzzyRuleAntecedent(); // Instantiating an 
Antecedent to expression 
 ifdeltaTdeltaT_A1->joinSingle(deltaT_A1); // Adding corresponding FuzzySet to Antecedent 
object 
 FuzzyRuleConsequent* thenfanspeedcoolfast = new FuzzyRuleConsequent(); // Instantiating a 
Consequent to expression 
 thenfanspeedcoolfast->addOutput(coolfast);// Adding corresponding FuzzySet to Consequent 
object 
 // Instantiating a FuzzyRule object 
 FuzzyRule* fuzzyRule01 = new FuzzyRule(1, ifdeltaTdeltaT_A1, thenfanspeedcoolfast); 
 fuzzy->addFuzzyRule(fuzzyRule01); // Adding FuzzyRule to Fuzzy object 
   
 // FuzzyRule "IF deltaT = B THEN fanspeed= coolslow" 
 FuzzyRuleAntecedent* ifdeltaTdeltaT_B = new FuzzyRuleAntecedent(); // Instantiating an 
Antecedent to expression 
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 ifdeltaTdeltaT_B->joinSingle(deltaT_B); // Adding corresponding FuzzySet to Antecedent 
object 
 FuzzyRuleConsequent* thenfanspeedcoolslow = new FuzzyRuleConsequent(); // Instantiating a 
Consequent to expression 
 thenfanspeedcoolslow->addOutput(coolslow);// Adding corresponding FuzzySet to Consequent 
object 
 // Instantiating a FuzzyRule object 
 FuzzyRule* fuzzyRule02 = new FuzzyRule(2, ifdeltaTdeltaT_B, thenfanspeedcoolslow); // 
Passing the Antecedent and the Consequent of expression 
  fuzzy->addFuzzyRule(fuzzyRule02); // Adding FuzzyRule to Fuzzy object 
   
// FuzzyRule "IF deltaT = c THEN fanspeed= heatslow"  
FuzzyRuleAntecedent* ifdeltaTdeltaT_C = new FuzzyRuleAntecedent(); // Instantiating an 
Antecedent to expression 
 ifdeltaTdeltaT_C->joinSingle(deltaT_C); // Adding corresponding FuzzySet to Antecedent 
object 
 FuzzyRuleConsequent* thenfanspeedheatslow = new FuzzyRuleConsequent(); // Instantiating a 
Consequent to expression 
 thenfanspeedheatslow->addOutput(heatslow);// Adding corresponding FuzzySet to Consequent 
object 
 // Instantiating a FuzzyRule object 
 FuzzyRule* fuzzyRule03= new FuzzyRule(3, ifdeltaTdeltaT_C, thenfanspeedheatslow); // 
Passing the Antecedent and the Consequent of expression 
  fuzzy->addFuzzyRule(fuzzyRule03); // Adding FuzzyRule to Fuzzy object 
   
// FuzzyRule "IF deltaT = E THEN fanspeed= heatfast"   
 FuzzyRuleAntecedent* ifdeltaTdeltaT_E = new FuzzyRuleAntecedent(); // Instantiating an 
Antecedent to expression 
 ifdeltaTdeltaT_E->joinSingle(deltaT_E); // Adding corresponding FuzzySet to Antecedent 
object 
 FuzzyRuleConsequent* thenfanspeedheatfast = new FuzzyRuleConsequent(); // Instantiating a 
Consequent to expression 
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 thenfanspeedheatfast->addOutput(heatfast);// Adding corresponding FuzzySet to Consequent 
object 
 // Instantiating a FuzzyRule object 
 FuzzyRule* fuzzyRule04 = new FuzzyRule(4, ifdeltaTdeltaT_E, thenfanspeedheatfast); // 
Passing the Antecedent and the Consequent of expression 
  fuzzy->addFuzzyRule(fuzzyRule04); // Adding FuzzyRule to Fuzzy object 
   
// FuzzyRule "IF deltaT = A THEN fanspeed= coolvfast"   
 FuzzyRuleAntecedent* ifdeltaTdeltaT_A = new FuzzyRuleAntecedent(); // Instantiating an 
Antecedent to expression 
 ifdeltaTdeltaT_A->joinSingle(deltaT_A); // Adding corresponding FuzzySet to Antecedent 
object 
 FuzzyRuleConsequent* thenfanspeedcoolvfast = new FuzzyRuleConsequent(); // Instantiating a 
Consequent to expression 
 thenfanspeedcoolvfast->addOutput(coolvfast);// Adding corresponding FuzzySet to Consequent 
object 
 // Instantiating a FuzzyRule object 
 FuzzyRule* fuzzyRule05 = new FuzzyRule(5, ifdeltaTdeltaT_A, thenfanspeedcoolvfast); 
 fuzzy->addFuzzyRule(fuzzyRule05); // Adding FuzzyRule to Fuzzy object 
  
   delay(500); 
  
   /* This is thermocouple at the condenser inlet, CoIT, this thermocouple 
  uses Chip Seclect Pin 4. */ 
  SPI.begin(4); //Chip Select Pin 4, board pin Digital 4== PWM Pin 4 
  SPI.setClockDivider(4,254); //330.708 kHz 
  SPI.setDataMode(4,1); // Use SPI Mode 1 (CPOL = 0, CPHA = 1) 
  SPI.setBitOrder(4,MSBFIRST); 
  //Thermocouple 2 
  /* This is thermocouple at the condenser outlet, CoOT, this thermocouple 
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  uses Chip Seclect Pin 10. */ 
  SPI.begin(10); //Chip Select Pin 10, board pin Digital 10 == PWM Pin 10 
  SPI.setClockDivider(10,254); //330.708 kHz 
  SPI.setDataMode(10,1); // Use SPI Mode 1 (CPOL = 0, CPHA = 1) 
  SPI.setBitOrder(10,MSBFIRST);    
 
 delay(1000); 
} 
 
void loop() { 
   readSensors(); 
   adjustControl(); 
   fanspeed(); 
   sendJSON(); 
} 
 
void readSensors(){ 
  //analogReadResolution(10);//resolution to 10 bits, so range is from 0-1023 
  int data=0; 
  int data2=0; 
 
  delay(1000); 
  //Thermocouple 1 ( State 1 Temp) 
  data=SPI.transfer(10, 0xFF, SPI_CONTINUE); 
  data=data<<8; 
  data=data+SPI.transfer(10, 0xFF, SPI_CONTINUE); 
  data=data<<8; 
  data=data+SPI.transfer(10, 0xFF, SPI_CONTINUE); 
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  data=data<<8; 
  data=data+SPI.transfer(10, 0xFF); 
  data2=data & 0x7FFFFFFF; 
  data2=data2>>20; 
 state1Temperature = data2; 
 
 
 
  //Thermocouple 2 (State 2 and 3 Temp) 
  data=SPI.transfer(4, 0xFF, SPI_CONTINUE); 
  data=data<<8; 
  data=data+SPI.transfer(4, 0xFF, SPI_CONTINUE); 
  data=data<<8; 
  data=data+SPI.transfer(4, 0xFF, SPI_CONTINUE); 
  data=data<<8;   
  data=data+SPI.transfer(4, 0xFF); 
  data2=data & 0x7FFFFFFF; 
  data2=data2>>20; 
  state2Temperature = data2; 
  state3Temperature = data2; //per report 2 June 17, 2013 page 10 
  delay(1000); 
 
//Thermocouple 3  (State 4) If this thermocouple is not there, comment this section 
//  data=SPI.transfer(52, 0xFF, SPI_CONTINUE); 
// data=data+SPI.transfer(52, 0xFF, SPI_CONTINUE); 
//  data=data<<8; 
//  data=data+SPI.transfer(52, 0xFF, SPI_CONTINUE); 
//  data=data<<8;   
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// data=data+SPI.transfer(52, 0xFF); 
// data2=data & 0x7FFFFFFF; 
//  data2=data2>>20; 
//  state4Temperature = data2; 
//  delay(10); 
   
  //Ambient Temperature 
  int reads = analogRead(0);//reads in pin 0 and returns its digital value 
  ambientTemperature = reads * (3.3/1024.0);//convert to analog ????????? 1.75 maybe??????? 
  ambientTemperature = (ambientTemperature - 0.5)*100.0; //offset by 500mV 
  delay(10); 
   
  state4Pressure = pumpPressure(); 
  delay(500); 
 state2Pressure = condenserPressure(); 
  delay(500); 
 volumetricFlowRate = flowMeter(); 
  delay(500); 
   
   
  state1Pressure = state2Pressure; 
  state4Temperature = state2Temperature; 
  actualTemperature= state1Temperature; 
  state3Temperature = state2Temperature; 
  state3Pressure = state2Pressure; 
  state3Entropy = state2Entropy; 
  state3Enthalpy = state2Enthalpy; 
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} 
 
void adjustControl(){ 
  //analogWriteResolution(10); 
  float pumpSpeed; 
  float digital_pumpSpeed; 
  float cond_inlet_temp = desiredTemperature; 
   
  //////////////////////////Pump Control///////////////////////////////////////////////// 
  if(heatLoad==2000) 
  { 
     pumpSpeed=0.0051*cond_inlet_temp*cond_inlet_temp+0.1531*cond_inlet_temp+40.547-
27; 
     digital_pumpSpeed=pumpSpeed*255/250*(5/2.21);//converts pumpSpeed to its digital 
equivalent 
    analogWrite(DAC0,digital_pumpSpeed);//DAC0? analogWrite(0,digital_pumpSpeed)?  
  } 
  if(heatLoad==2500) 
  { 
    pumpSpeed=0.0064*cond_inlet_temp*cond_inlet_temp+0.1914*cond_inlet_temp+50.684-27; 
    digital_pumpSpeed=pumpSpeed*255/250*(5/2.21); 
   analogWrite(DAC0,digital_pumpSpeed);   
  } 
  if(heatLoad==3000) 
  {        //if heatload=3 then do this equation 
    pumpSpeed=0.0077*cond_inlet_temp*cond_inlet_temp+0.2297*cond_inlet_temp+60.82-27; 
    digital_pumpSpeed=pumpSpeed*255/250*(5/2.21); 
    analogWrite(DAC0,digital_pumpSpeed); 
  } 
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  if(heatLoad==3500) 
  {       //if heatload=3.5 then do this equation 
    pumpSpeed=0.009*cond_inlet_temp*cond_inlet_temp+0.2679*cond_inlet_temp+70.957-27; 
    digital_pumpSpeed=pumpSpeed*255/250*(5/2.21); 
    analogWrite(DAC0,digital_pumpSpeed); 
  } 
  if(heatLoad==4000) 
  {        //if heatload=4 then do this equation 
    pumpSpeed=0.0102*cond_inlet_temp*cond_inlet_temp+0.3062*cond_inlet_temp+81.094-27; 
    digital_pumpSpeed=pumpSpeed*255/250*(5/2.21); 
    analogWrite(DAC0,digital_pumpSpeed); 
  } 
  /////////////////////////////Pump Control Above//////////////////////////////////////////////////// 
}   
   
  /////////////////////////////Fan Control Below///////////////////////////////////////////////////// 
         
 void fanspeed(){   
 dt= desiredTemperature-state1Temperature; 
  
 // Step 5 - Report inputs value, passing its ID and value 
 fuzzy->setInput(1,dt);  
 // Step 6 - Exe the fuzzification 
 fuzzy->fuzzify();   
// step 7 getting the output and passing it to the fan.     
 float output = fuzzy->defuzzify(1); 
 float fan_digital_value = output; 
 //Serial.println(fan_digital_value); 
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 analogWrite(2, output); 
 exitQuality=output; 
 ///Serial.println(output); 
 delay(200); 
  /////////////////////////////Fab Control Above///////////////////////////////////////////////////// 
} 
 
 
void sendJSON(){ 
  unsigned char bytes[4]; 
  
  JSON = "{\"heatLoad\":"; 
  JSON = JSON + heatLoad;   
  JSON = JSON + ",\"desiredTemperature\":"; 
  JSON = JSON + desiredTemperature; 
  JSON = JSON + ",\"coolingDevice\":"; 
  JSON = JSON + "\"Cooling Unit\""; 
  JSON = JSON + ",\"actualTemperature\":"; 
  JSON = JSON + actualTemperature; 
  JSON = JSON + ",\"ambientTemperature\":"; 
  JSON = JSON + ambientTemperature; 
  JSON = JSON + ",\"exitQuality\":"; 
  JSON = JSON + exitQuality; 
  JSON = JSON + ",\"densityOfRefrigerant\":"; 
  JSON = JSON + densityOfRefrigerant; 
  JSON = JSON + ",\"workRateOfPump\":"; 
  JSON = JSON + workRateOfPump; 
  JSON = JSON + ",\"massFlowRate\":"; 
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  JSON = JSON + massFlowRate; 
  JSON = JSON + ",\"volumetricFlowRate\":"; 
  JSON = JSON + volumetricFlowRate; 
  JSON = JSON + ",\"rateOfHeatRejectionByCondenser\":"; 
  JSON = JSON + rateOfHeatRejectionByCondenser; 
 
//State 1 info 
 JSON = JSON + ",\"state1Temperature\":" + state1Temperature; 
 JSON = JSON + ",\"state1Pressure\":" + state1Pressure; 
 JSON = JSON + ",\"state1Enthalpy\":" + state1Enthalpy; 
 JSON = JSON + ",\"state1Entropy\":" + state1Entropy; 
 
//State 2 info   
 JSON = JSON + ",\"state2Temperature\":" + state2Temperature; 
 JSON = JSON + ",\"state2Pressure\":" + state2Pressure; 
 JSON = JSON + ",\"state2Enthalpy\":" + state2Enthalpy; 
 JSON = JSON + ",\"state2Entropy\":" + state2Entropy; 
  
 //State3 info 
 JSON = JSON + ",\"state3Temperature\":" + state3Temperature; 
 JSON = JSON + ",\"state3Pressure\":" + state3Pressure; 
 JSON = JSON + ",\"state3Enthalpy\":" + state3Enthalpy; 
 JSON = JSON + ",\"state3Entropy\":" + state3Entropy; 
  
 //State 4 info 
 JSON = JSON + ",\"state4Temperature\":" + state4Temperature; 
 JSON = JSON + ",\"state4Pressure\":" + state4Pressure; 
 JSON = JSON + ",\"state4Enthalpy\":" + state4Enthalpy; 
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 JSON = JSON + ",\"state4Entropy\":" + state4Entropy + '}'; 
   
  delay(500); 
   
  len = JSON.length(); 
  
bytes[0] = (len >> 24) & 0xFF; 
bytes[1] = (len >> 16) & 0xFF; 
bytes[2] = (len >> 8) & 0xFF; 
bytes[3] = len & 0xFF; 
  Serial.write(bytes,4); 
   
  //delay(100); 
  Serial.print(JSON); 
} 
 
void startPump()  //set the pump to run at minimum speed 
{         
 analogWrite(DAC0,LOW); 
 analogWrite(2,LOW); 
} 
float pumpPressure(){ 
 //analogReadResolution(10);//resolution to 10 bits, so range is from 0-1023 
  int pump=analogRead(1);//read pressure sensor at pin 1 
  return mapf(pump,0.0,1023.0,0.0,500.0);//maps the digital value to 0-500psi (output of sensor) 
} 
 
float condenserPressure(){ 
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 // analogReadResolution(10);//resolution to 10 bits, so range is from 0-1023 
  int condenser=analogRead(2);//read pressure sensor at pin 2 
  return mapf(condenser,0.0,1023.0,0.0,500.0);//maps the digital value to 0-500psi (output of 
sensor) 
} 
 
float flowMeter(){ 
 // analogReadResolution(10);//resolution to 10 bits, so range is from 0-1023 
  int flow=analogRead(3);//read flow meter at pin 3 
  return mapf(flow,0.0,1023,0.05,60.0);//the flow meter ranges from 0.05-60 GPM so we map it 
to those values 
} 
 
 
float mapf(float x, float in_min, float in_max, float out_min, float out_max){ 
  return (x - in_min) * (out_max - out_min) / (in_max - in_min) + out_min;   
} 
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Appendix F: Code for tablet 
The code can be downloaded from the links below after access is given by Professor Sedlmeyer of the 
Computer Science department. 
sapphire.ipfw.edu/cooling-system 
sapphire.ipfw.edu/cooling-system-server 
