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niiden käytön uusille kehittäjille. UDK on Unreal Engine 3 version ilmainen 
kehitystyökalu.  Työssä on toteutettu peliprototyyppi käyttäen tätä työkalua. Työn 
tarkoituksena on ollut selvittää ohjelmointiin liittyvät haasteet työkalun käytössä. 
Työssä keskitytään 3D-tasoloikkapelin liikkumiseen liittyvien pelimekaniikkojen 
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There are many game engines available for game developers. Many of these game en-
gines offer an affordable licensing model. This makes it possible for new developers 
to quickly prototype and develop their games. UDK is Unreal Engine 3’s free devel-
opment tool. In this study, a game prototype was made using this tool. The purpose of 
this study was to find out the programming challenges in using this tool. 
The study focused on programming 3D-platformer movement mechanics. The pro-
gramming of these mechanics were documented and the process of programming-
related development with this tool was described. Programming these mechanics re-
quired a great deal of studying and researching the functions and architecture of the 
tool. 
Unreal Engine’s UDK seemed more learning intensive than its competitors. This 
slows down the prototyping process of new games without prior experience with the 
game engine. The licensing model of the tool is also behind competition, as competi-
tion offers lower royalty requirements for their license. Even the company’s new ver-
sion of the game engine offers a better licensing model. 
 
 
 
TERMIT JA LYHENTEET 
UDK Unreal Development Kit 
UE Unreal Engine 
Visual Studio 
 Microsoftin luoma ohjelmointiympäristö. 
Buildaus Projektin sisäisten tiedostojen kääntäminen ja suorittaminen. 
Nfringe Lisäohjelmisto Visual Studioon UDK tukea varten. 
TortoiseSVN 
Versionhallintaohjelmisto. 
UCC Path Kansiopolku windowsin sisällä, tarkoitus osoittaa UDK.exe tiedostoon 
joka toimii kääntäjänä. 
Start Game Executable 
Sovellus tiedosto, jota käytetään pelin pelaamiseen. 
Assembla Palvelu, joka tarjoaa projektinhallintaan tarkoitetun web-sovelluksen, 
palvelu sisältää myös versionhallintaominaisuuksia. 
SVN Lyhenne sanasta subversion, tarkoittaa versionhallintaa. 
Commit Toiminto versionhallinnassa. Käyttäjä lisää omat muutoksensa 
palvelimelle. 
Checkout Toiminto versionhallinassa, jossa kansiolle määritellään 
versionhallinnan kannalta tärkeitä asetuksia kuten 
versionhallintapalvelin. 
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JOHDANTO 
Opinnäytetyön tarkoituksena on tutustuttaa työn tekijä ja lukija Unreal Engine 3 -
pelimoottorin ominaisuuksiin ja ominaisuuksien tarjoamiin haasteisiin. Tähän on 
pyritty dokumentoimalla työn vaiheita mahdollisimman kuvailevalla tavalla. 
Tavoitteena on selventää Unreal Development Kitille ominaisten haasteiden ratkontaa 
ja perehtyä Unreal Enginen luokkien käyttöön pelin kehittämisessä. 
Työssä käsitellään Unreal Engine 3 -pelimoottorin ominaisuuksia, mutta käytetty 
työkalu opinnäytetyössä on ollut Unreal Development Kit. Näiden kahden käsitteen 
välillä ei ole suurta eroa. Unreal Engine 3 on Epic Gamesin luoma pelimoottori, ja 
Unreal Development Kit on ilmainen versio pelimoottorista, ilman mahdollisuutta 
muuttaa pelimoottorin sisäistä lähdekoodia (Epic Games 2012a).  
Opinnäytetyössä tehdyn peliprojektin luonne on prototyyppi. Tavoitteena on saavuttaa 
prototyyppi, josta pelin jatkokehityksen suuntaus selviäisi. Vaikka opinnäytetyön 
tuloksena luotu peli ei ole sisällöltään rikas, opinnäytetyössä keskitytään 
pelimekaniikkojen hiomiseen. Pelimekaniikkojen parantelu on tärkeä prosessi 
pelinkehityksessä, jotta saataisiin aikaiseksi miellyttävä pelikokemus (Zoss 2013). 
Tehtävänä oli luoda peli, käyttäen Unreal Development Kitin tarjoamia työkaluja. 
Opinnäytetyössä hyödynnetään myös muita ohjelmia, jotka helpottavat pelin 
kehitystä. Tällaisten ohjelmien käyttö on suositeltua, sillä Unreal Development Kit ei 
tarjoa vastaavanlaisia työkaluja natiivisti (Epic Games 2012b).  
Jotta haluttu lopputulos saavutettiin työssä, oli tärkeää tutustua vaihe vaiheelta Unreal 
Enginen ominaisuuksiin. Työssä selitetään pelimoottorin luokkarakenteesta, 
ohjelmointikielen piirteistä, havaituista ohjelmointiperiaatteista ja niistä esiintyvistä 
haasteista. Nämä piirteet luovat omanlaatuisen haasteen aloittavalle kehittäjälle, joten 
ohjelmoinnin osaaminen on hyödyllistä lukijalle. 
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1 IDEAN SYNTY 
Pelin tyylisuuntauksena on 3D -tasoloikka, jossa pelaaja yrittää saavuttaa suuren 
liikkumisnopeuden tehden erilaisia hyppyjä. Tasot haastavat pelaajaa kokeilemaan 
erilaisia hyppykombinaatioita erilaisilla nopeuksilla ja erilaisista kulmista. Pelissä on 
tarkoitus olla jyrkkä oppimiskäyrä, joka pakottaa pelaajan harjoittelemaan erilaisia 
hyppyjä. 
Idea syntyi tarpeesta. Vuoden 2008 jälkeen ei ole ollut kovinkaan montaa 
pelijulkaisua, joka olisi 3D -ympäristöön kehitetty tasoloikkapeli. Vuonna 2008 
julkaistu Mirror’s Edge vastaanotettiin innolla tasoloikka genren fanien keskuudessa 
(Long 2008). Tämän julkaisun jälkeen ei kuitenkaan ole ollut tiedossa mitään 
vastaavaa tasoloikkapeliä kehityksessä. 
Tarkoituksena oli luoda prototyyppi tasoloikkapelille. Peli yhdistäisi Mirror’s Edgen 
ja aikoinaan suosittujen Half-Life modin, Counter Strike tasoloikkakenttien piirteitä. 
Counter Strike:n bunnyhop -tasoloikkakentät olivat haasteellisia ja käyttivät hyväksi 
pelimoottorin sisäistä bugia liikkumisessa. Bunnyhop -ominaisuudella pelaaja pystyi 
kasvattamaan nopeuttaan hyppimällä erikoisilla tavoilla. (QuakeWorld 2010.) 
2 UNREAL ENGINE 
Unreal Engine on pelimoottori, eli siis kehitystyökalu peleille. Pelimoottoreita on 
pääosin kahta tyyppiä: 2D -pelimoottoreita ja 3D -pelimoottoreita. On myös 
pelimoottoreita, jotka tukevat kumpaakin kehitysmallia. Unreal Engine on tehty 3D-
pelien kehittämiseen ja se tarjoaa monia hyviä työkaluja 3D -pelin tekoon. 
Pelimoottori tarjoaa kehittäjälle kehittämiseen tarvittavia työkaluja. Tämä säästää 
kehittäjän aikaa, koska kehittäjän ei tarvitse kirjoittaa omaa pelimoottoria. 
Pelimoottori sisältää monia eri osa-alueita. Useimmiten vertailtuna pelimoottoreissa 
ovat niiden fysiikkamoottori ja grafiikkamoottori. Pelimoottorin fysiikkamoottori on 
osa-alue, joka hoitaa fysiikan laskennan ja objektien sijoittelun pelimaailmassa. 
Grafiikkamoottori hoitaa pelin grafiikan piirtämisen ruudulle. 
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3D-pelimoottorina Unreal Engine tarjoaa fysiikkamoottorin, grafiikkamoottorin, 
paljon työkaluja ja esimerkkejä pelimoottorin käyttäjälle. Näitä esimerkkejä 
käyttämällä uusikin kehittäjä voi nopeasti oppia tekemään pelejä UE pelimoottorilla. 
2.1 Lisensointi 
Unreal Engine ja sen ilmainen kehitystyökalu UDK ovat tarkoitettu 3D-pelien 
kehitykseen. UDK on Unreal Engine pelimoottorin ilmainen versio, jonka 
lisensointimalli toimii aloittavan kehittäjän eduksi. UDK:n käyttö pelikehityksessä on 
ilmaista, mutta valmiista tuotteesta täytyy kehittäjien maksaa tuotosta 25 % 
tekijänoikeusmaksua. Tämä 25 %:n tekijänoikeusmaksu astuu voimaan 50 tuhannen 
dollarin jälkeen. 
Muuttamatta UDK:n lisensointiehtoja, Epic Games julkaisi seuraavan sukupolven 
Unreal Engine -pelimoottorin. Loogisesti nimetty, Unreal Engine 4 tarjoaa uuden 
lisensointimallin ja täysin uudistetun pelimoottorin. Uudessa UE4 pelimoottorissa 
lisensointimallina toimii 5 %:n tekijänoikeusmaksu tuotteen tuloista. UE4 ei sen sijaan 
ole ilmainen käyttää, mutta kuka vain voi ostaa käyttöoikeuden pienellä 
kuukausimaksulla. Uusi kuukausimaksullinen malli, on kova isku kilpaileville 
pelimoottoreille. (Epic Games 2012e). 
 
2.2 Soveltuvuus projektiin 
Pelimoottorin valitseminen projektiin on iso sitoutuminen. Pelimoottoria on todella 
työlästä vaihtaa projektin myöhemmässä vaiheessa, sillä monet asiat toimivat eri 
tavalla pelimoottoreissa. Pelimoottorin soveltuvuutta projektiin kannattaa miettiä siis 
tarkasti. 
Kun pelimoottorin valitsee, on tärkeää miettiä projektin tarpeet fysiikkamoottorille. 
Eri pelimoottoreissa on erilaiset fysiikkamoottorit. On kuitenkin mahdollista käyttää 
suosittuja kolmannen osapuolen tuotteita. Fysiikkamoottorin suhteen hyvänä 
esimerkkinä on Havoc Physics -fysiikkamoottori, jota on käytetty yli 500 pelissä 
(Havok 2014). 
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Muitakin osa-alueita projektista on tietysti tärkeä miettiä. Grafiikkamoottorin valmiit 
työkalut vaihtelevat usein todella paljon. Vaikka käytetyt tekniikat ovat hyvin 
samanlaisia monissa suosituimmissa pelimoottoreissa, on niiden graafinen lopputulos 
silti hyvin erilainen. Myös verkko-ominaisuudet vaihtelevat paljon. Jos projektissa on 
tarkoitus olla mahdollisuus pelata verkon kautta muiden pelaajien kanssa, on tämäkin 
tärkeä huomioida. 
Kun harkitsee UDK:n käyttämistä peliprojektissa, on syytä ottaa huomioon monta 
UE:lle ominaista piirrettä. UE3 ja sen aikaisemmat versiot käyttävät UnrealScript -
ohjelmointikieltä. UE on pelimoottorina erikoinen myös siitä, että se on kehitetty kuin 
virtuaalikone. Se voidaan siis kääntää monille eri alustoille, niin ettei pelimoottoria 
tarvitse kirjoittaa kokonaan uudelleen. Unreal Script -ohjelmointikielen lisäksi on 
mahdollista kirjoittaa C++ -ohjelmointikielellä muutoksia pelimoottoriin. Tämä vaatii 
kuitenkin täyden Unreal Engine lisenssin. Tämä ei siis ole mahdollista käyttäen 
UDK:ta. (Epic Games 2012d). 
Unreal Enginen oman ohjelmointikielen, virtuaalikone -tyylisen toteutuksen ja 
automaattisen roskankeruun vuoksi UE erottuu useista pelimoottoreista. Näiden 
piirteiden takia pelimoottorin käyttöä projektissa kannattaa miettiä tarkkaan. Riippuen 
ohjelmoijien tottumuksista ja taidoista, pelimoottorin käytön opettelu voi viedä 
huomattavan määrän aikaa projektin alkuvaiheessa. 
Vaikka 2D-pelin tekeminen UE:lla onkin mahdollista, pelimoottori on silti tehty 3D-
pelien kehittämiseen. 3D-pelin kehittämisessä on tärkeämpänä päättäjätekijänä 
kuitenkin tiimin tottumukset ja taidot.  
3 PROJEKTIN ALOITUS 
Projektin aloittamisessa on tärkeää ottaa huomioon, mitä työkaluja tarvitaan 
työskentelyssä. Tämä on suositeltavasti ensimmäinen vaihe, josta on hyvä lähteä 
liikkeelle UDK:lla. On myös hyvä huomioida soveltuuko Unreal Engine 
peliprojektille. (Epic Games Inc 2012c). 
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3.1 Ohjelmointityökalujen valinta 
UDK ei tarjoa valmista ohjelmointiympäristöä. Tämä jättää huomattavan määrän 
vaihtoehtoja ohjelmointityökalujen valintaan. UDK:n keskustelufoorumit on hyvä 
paikka tutkia vaihtoehtoja. Foorumeilla käyty keskustelu on aktiivista ja käyttäjien 
keskuudessa on myös paljon ohjelmointityökaluja kehityksessä.  
Suurin osa ohjelmointityökaluista on UnrealScript yhteensopivaksi muokattuja 
ohjelmointiympäristöjä. Näitä on esimerkiksi Real Script IDE, joka on Visual Studio 
2010 Shell versioon kehitetty työkalu. Myös suosittu Eclipse ohjelmointiympäristö on 
muokattu UnrealScript yhteensopivaksi yhteisön toimesta.  
Muokattujen ohjelmointiympäristöjen lisäksi on mahdollista käyttää Unreal Script 
kieltä varten kehitettyjä ohjelmointiympäristöjä. Tällaisia työkaluja on mm. TeraIDE, 
Unreal X-Editor ja WOTgreal. Nämä työkalut on alusta asti kehitetty UnrealScript 
kielen kanssa kehittämiseen. 
Viimeisenä vaihtoehtona on käyttää puhdasta tekstieditoria. Vaihtoehtoja 
tekstieditoreihin on mm. Notepad++, ConTEXT ja Sublime Text. Puhtaiden 
tekstieditorien käyttö Unreal Script kielen kanssa vaatii ylimääräisen lisäosan 
lataamista. Lisäosan avulla on mahdollista saada tekstieditori tunnistamaan Unreal 
Script ohjelmointikielen ominaisuudet. Tekstieditorien käyttö vaatii pieniä muutoksia 
valitun ohjelman asetuksiin. Käyttäjän täytyy määrittää asetuksista lisäosan avulla tuki 
UnrealScript ohjelmointikielelle. Tämän lisäksi käyttäjän täytyy määrittää kääntäjä, 
jotta editori osaa kääntää UnrealScript -tiedostot. 
Kun valitsee ohjelmointityökalun projektiin, kannattaa miettiä mitä ominaisuuksia 
työkalulta haluaa. Muokatut ohjelmointiympäristöt tarjoavat usein suuren määrän 
työkaluja kehittäjälle. Unreal Script ohjelmointikielelle kehitetyt 
ohjelmointiympäristöt voivat sen sijaan tarjota tehokkaamman työnkulun, koska 
ohjelmointiympäristö on kehitetty Unreal Scriptin kanssa kehittämiseen. 
Puhtaat tekstieditorit tarjoavat vähemmän kehitykseen käytettäviä työkaluja valmiina. 
Tekstieditorien yksinkertaisuus voi kuitenkin olla houkutteleva piirre, jos ei koe 
ohjelmointiympäristöjen tarjoamia työkaluja tarpeelliseksi. 
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3.2 Muut työkalut 
Pelin tekeminen vaatii paljon muutakin kuin ohjelmointia. Tämän takia projektissa 
tarvitaan myös muitakin työkaluja. Ohjelmointityökalujen lisäksi täytyy harkita 
työkaluja kuten: kuvankäsittelyohjelmistot, mallinnusohjelmistot ja 
versionhallintapalvelut. 
Muiden työkalujen valinnassa täytyy ottaa huomioon projektiryhmän kokemus, taidot 
ja roolit. Projektin muiden työkalujen valinta ei siis poikkea paljoa 
ohjelmistotyökalujen valinnasta. Tietyt työkalut ovat kuitenkin hyödyllisiä koko 
projektin kannalta. Tällaisten työkalujen valinnassa on hyvä ottaa huomioon tuotetuki 
ja tuotteen tehokkuus. 
Projektin kannalta on tärkeää valita hyvä versionhallintapalvelu. 
Versionhallintapalvelu mahdollistaa tiedostojen versioinnin ja muutosten tarkastelun. 
Versiointi mahdollistaa tiedostojen aikaisempien versioiden palauttamisen virheiden 
tapahtuessa. Tämä voi olla pelastava tekijä projektin edetessä ja tästä syystä 
versionhallintapalvelut ovat suosittuja työkaluja peliprojekteissa. 
3.3 Ohjelmointikieleen tutustuminen 
Unreal Engine käyttää sille kehitettyä ohjelmointikieltä. UnrealScriptiksi nimetty 
ohjelmointikieli on luotu suurimmaksi osaksi kahden olemassa olevan 
ohjelmointikielen pohjalta. UnrealScript -ohjelmointikieli on luotu mahdollisimman 
tehokkaaksi ja sen päätarkoituksena on sisältää piirteitä, jotka ovat tehokkaita 
peliohjelmoinnissa. (Epic Games Inc 2012d). 
UnrealScript perustuu olemassaolevien, tehokkaiden ja erittäin suosittujen 
ohjelmointikielien periaatteisiin ja ominaisuuksiin. UnrealScriptissä on otettu mallia 
kielistä, kuten C, C++ ja Java. Suurena huolena on ollut kielen luettavuus ja 
tehokkuus. Tämän aikaansaamiseksi UnrealScript muistuttaa ulkoasultaan 
huomattavasti Java -ohjelmointikieltä. UnrealScript on siis tehty korkeatasoiseksi 
ohjelmointikieleksi, joka noudattaa olio-ohjelmoinnin periaatteita. 
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Ohjelmoijalle nämä ovat hyviä uutisia. UnrealScript -ohjelmointikieleen tutustuminen 
onnistuu nopeasti. Olio-ohjelmointikielien periaatteiden tuttavuus ja jonkin vastaavan 
kielen osaaminen on kuitenkin suuri etu. 
UnrealScript noudattaa yleisiä korkeamman tason ohjelmointiperiaatteita, kuten 
osoittimien puuttumisen ja automaattisen roskankeruun. Periminen on myös hyvin 
yksinkertaista, eikä kielessä tueta C++ kielen kaltaista moniperintää. Tämä 
yksinkertaistaa luokkarakennetta. Kääntäjä myös tarkistaa tyyppimääritykset erittäin 
tarkasti kääntövaiheessa, jotta ajonaikaiset ongelmat saataisiin minimisoitua. (Epic 
Games Inc 2012d). 
Kaikenkaikkiaan kieli on helppo oppia ja se tarttuu ohjelmoijalle pelimoottorin 
luokkarakennetta tutkittaessa. Luokkarakenteen tutkiminen onkin UnrealScript 
ohjelmointikielen oppimisen kannalta hyödyllistä, sillä se antaa laajemman kuvan 
pelimoottorin luokkien toiminnasta keskenään. Tämän kautta saa hyviä vinkkejä oman 
projektin toiminnallisuuden toteuttamiseksi. 
4 RATKAISUT ALOITUKSESSA 
Ratkaisut projektissa tehtiin pelin tyypin perusteella. Peli on tyyliltään 3D -peli ja 
genreltään tasoloikinta. Tämän takia projektiin valitun pelimoottorin pitää olla 3D-
pelikehitykseen tarkoitettu. Muut projektille tärkeät työkalut valittiin mieltymyksien 
mukaan. 
4.1 Miksi Unreal Development Kit? 
Pelimoottoria valitessa on tärkeää tarkastella pelimoottorin luonnetta ja sillä 
kehitykseen käytettävää ohjelmointikieltä. Projektin kannalta UDK tarjoaa mahtavan 
lähtökohdan kehittämiseen. UDK:n sisältämä projektimalli on ensimmäisestä 
persoonasta kuvatun ammuntapelin tyylinen. Tästä projektimallista on helppoa lähteä 
kehittämään omaa peliä. 
UDK:n käyttämä ohjelmointikieli on aluksi hiukan arveluttava. UDK vaatii uuden 
ohjelmointikielen opettelun, toisin kuin monella muulla pelimoottorilla. Pelimoottorin 
dokumentaatiossa mainitaan kielen kehitysperiaatteita ja näiden vakuuttamana UDK 
vaikuttaa hyvältä valinnalta. 
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Viimeisenä arvioinnin kohteena on pelimoottorin graafinen käyttöliittymä. UDK:n 
editori tarjoaa hyvin samanlaisen päällisen hallinnon kuin monet muut pelimoottorit. 
Suurimpaan osaan editorin tarjoamista työkaluista ei projektissa edes tutustuttu, sillä 
työ keskittyi suurimmaksi osaksi ohjelmointiin. 
4.2 Ohjelmointiympäristö 
Projektissa käytetään Microsoft Visual Studio ohjelmointiympäristöä. Eri vaihtoehtoja 
tutkiessa otetaan siis huomioon, ettei projektissa oteta käyttöön puhdasta 
UnrealScript-kehitystyökalua, eikä myöskään tekstieditorin lisäosaa kielelle. 
Vaihtoehtoja on nFringe ja Real Script IDE. Kumpikin näistä kahdesta työkalusta 
tuntuu hyvältä ja ne toimivat Visual Studion kanssa. Nfringe toimii useiden Visual 
Studio versioiden kanssa. Real Script IDE sen sijaan on kehitetty Visual Studio 2010 
Shell version päälle, joten vaihtoehtoja Visual Studio version suhteen ei ole. 
Projektissa käytetään nFringe-lisäosaa koska uudemman Visual Studio 2012 version 
kanssa työskentely tekee käyttöliittymän tutuksi. Uudempi versio voi olla myös 
miellyttävämpi käyttää. 
4.3 Versionhallinta 
Versionhallintapalveluna projektissa käytetään Assembla nimistä palvelua ja 
versionhallintaohjelmistona TortoiseSVN-ohjelmistoa. Projektissa ei ole tarkoitus 
versioida mitään UE:n kenttätiedostoja suurempaa. Assemblan ilmainen palvelu riittää 
siis projektille. 
Assemblan- ilmaispalvelun ja TortoiseSVN-ohjelmiston käyttöönotto on nopeaa ja 
helppoa. Myös palvelun ja ohjelmiston käyttö on yksinkertaista ja nopea oppia. 
5 KÄYTTÖÖNOTTO JA KONFIGUROINTI 
Kun työkalut on tutkittu ja valittu, siirrytään asentamiseen. Työkalujen asentaminen 
on erittäin suoraviivainen prosessi. Niiden konfiguroinnissa esiintyy muutama asia, 
jotka monimutkaistavat projektin aloittamista. 
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5.1 Unreal Engine asennus 
Asennusprosessi on erittäin suoraviivainen, sillä käyttäjän ei tarvitse valita kuin tyhjä 
projekti tai malliprojekti ja tämän jälkeen asennuksen sijainti (kuva 1). Tyhjällä 
projektilla käyttäjä joutuu antamaan projektille nimen, jonka perusteella UDK luo 
automaattisesti tietyt luokat ja asettaa peliprojektin config-tiedostot käyttämään näitä 
luokkia pelissä. 
 
Kuva 1. Projektityypin valinta asennuksessa vaikuttaa pelimoottorin käyttämiin 
luokkiin projektissa. 
Projektin tyypiksi valitaan tyhjä projekti, sillä tarkoituksena on aloittaa 
pelimekaniikkojen toteuttaminen vain käyttämällä pelimoottorin sisäisiä luokkia (kuva 
1). Toinen syy tähän valintaan on esimerkkiprojektin mukana tulevan ohjelmakoodi. 
Työmäärä lisääntyy huomattavasti, jos projektissa tutkitaan myös esimerkkiprojektin 
ohjelmakoodia. 
5.2 Nfringe asennus ja konfigurointi 
Nfringen asennuksessa valitaan listasta haluttujen Visual Studio versioiden 
muokkaaminen UnrealScript sopivaksi. Vaihtoehtojen määrä vaihtelee asennettujen 
Visual Studio versioiden määrän mukaan. Tämän jälkeen siirrytään asennukseen. 
Asennus on nopea, eikä käyttäjältä vaadita tässä vaiheessa enempää työtä asennuksen 
onnistumiseksi. (Kuva 2.) 
  16 
 
 
 
Kuva 2. Nfringe tarjoaa useamman mahdollisuuden, jos käyttäjällä on useampi versio 
Microsoft Visual Studiosta asennettuna tietokoneelle. 
Asennuksen jälkeen on vuorossa Nfringe avulla luotu UnrealScript-projektin 
asetuksien säätö (kuva 3). Tätä varten on käynnistettävä valittu Visual Studio -
asennus, johon Nfringe asennus on tehnyt tarvittavat muutokset. Koska projektissa on 
käytetty Visual Studio 2012 versiota, on myös UnrealScript-projektin konfigurointi 
hoidettu kyseisen version sisällä. 
 
Kuva 3. UnrealScript-projektin luonti Visual Studiossa onnistuu helposti. 
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Kun projekti on luotu Visual Studiossa, siirryttiin asettamaan projektista muutama 
erittäin tärkeä asetus kuntoon. Vasta luotu UnrealScript-projekti ei pysty havaitsemaan 
projektin olemassa olevia luokkia. Tämän korjataksemme, täytyy asettaa luodun 
projektin asetukset oikein. (Kuva 4.) 
 
Kuva 4. UnrealScript-projektin asetusnäkymään täytyy kertoa kääntäjälle projektin 
tärkeät kansiot, sekä projektin skriptien kääntäjän sijainti. 
Jotta Nfringe toimisi oikein Visual Studion kanssa, täytyy projektin General-
asetuksista täydentää tiedot projektin sisältökansioille ja projektissa käytettävälle 
kääntäjälle (kuva 4). Myös Debug-kohdan alta on tärkeää täydentää kohta Start Game 
Executable. Kuten General-kohdan UCC Path -sisältöpolku, myös Start Game 
Executable -kohta osoittaa valittuun kääntäjään. 
Tarvittavan kääntäjän valinta on kehittäjän vastuulla. Vaihtoehtoja on 32-bittinen ja 
64-bittinen versio kääntäjästä. Projektissa on käytetty 64-bittistä kääntäjää, sillä 
projektin kehitykseen käytetyn PC-tietokoneen vaadittujen osien suorituskyky riittää 
64-bittisellä kääntäjällä kehittämiseen. Valittu kääntäjä mahdollistaa suurempien 
tietotyyppien käyttämisen projektissa. 
Viimeiseksi on tärkeää siirtää projektin luomat tiedostot projektin Src kansion 
juureen. Koska projektissa käytetty nimi on ForlornThesis, on tärkeää siirtää 
ForlornThesis.sln, ForlornThesis.v11.suo, ForlornThesis.ucproj ja 
ForlornThesis.ucproj.user tiedostot Src-kansion juureen. Siirtämisen jälkeen projektin 
käynnistys tapahtuu ucproj-päätteisestä tiedostosta ja tämä mahdollistaa luokkien 
tunnistuksen. (Kuva 5.) 
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Kuva 5. Konfiguroidun UnrealScript-projektin luokkanäkymä näyttää eri 
skriptikansiot selvästi kehitysympäristössä. 
Kun luokkanäkymä on saatu toimimaan, on tärkeää tarkistaa asetuksien toiminta vielä 
kertaalleen ennen aloittamista. Buildaamalla projekti saadaan selville onko asetuksissa 
vielä jotain vikana. Jos asetukset on asetettu oikein, projektin pitäisi buildata 
ongelmitta. 
5.3 Assembla 
Assemblan käyttöönotto onnistuu luomalla käyttäjätunnuksen palvelun sivuilla. 
Rekisteröinnin jälkeen, luodaan oma projekti suoraan oman profiilin aloitussivulta. 
Kun projekti on assemblan sivuilla saatu luotua, voi käyttäjä kutsua projektiin muita 
jäseniä ja säätää oikeuksia.  
Seuraava vaihe projektissa on kuitenkin etsiä tarvittava osoite, jota voi käyttää 
versionhallintaan tarkoitetun ohjelman kanssa. Versionhallintaohjelmistoa varten 
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tarvittavan serverin osoitteen saa assembla projektin SVN sivulta. Sivulta näkee 
versionhallinnassa olevat tiedostot, sekä Checkout-kohdassa serverin osoitteen. (Kuva 
6.) 
 
Kuva 6. Assembla-versionhallintapalvelimen osoite projektille on tärkeä ottaa talteen, 
jotta versionhallintaohjelma voidaan asettaa käyttämään tätä osoitetta. 
5.4 TortoiseSVN 
TortoiseSVN:n asennusprosessi onnistuu valitsematta mitään lisävaihtoehtoja. 
TortoiseSVN:n normaalisti tarjoamat toiminnallisuudet riittivät projektin 
tarkoitukseen. Asennuksen jälkeen siirryttiin hoitamaan SVN Checkout -toiminto 
kansiolle, jonka sisällä projekti sijaitsee.  
 
Kuva 7. TortoiseSVN checkout projektikansiolle. 
Kansion valitsemisessa on tärkeää valita projektikansion juurikansio, eli UDK:n 
asennuskansio. Alimman kansion valinta on tärkeää, koska näin on mahdollista saada 
täysi versionhallinta projektille. Aikaisemmin TortoiseSVN olisi halunnut valita 
D:\UDK\projekti kansion, jossa projektin nimi olisi ollut assembla projektille 
määritelty nimi. Tämä olisi tehnyt versionhallinnan hankalammaksi. (Kuva 7.) 
  20 
 
 
Tämän jälkeen on aika käyttää commit työkalua. Tämä valinta ohjelmiston käytössä 
siirtää valitsemat tiedostot serverille versionhallintaa varten. Commitin-työkalun 
kanssa saa kuitenkin olla varovainen, sillä on tärkeää valita tarkkaan mitä tiedostoja 
serverille siirtää. Projektin kannalta on myös tärkeää siirtää seuraavien kansioiden 
sisältö serverille. 
 UDK\Development\Src\ForlornThesisGame 
 UDK\Engine\Config\ 
 UDKGame\Config\ 
 UDKGame\Content\Maps\ 
Nämä sijainnit ovat projektin kannalta tärkeitä. Src-kansion alta löytyvät 
pelimoottorin käyttämät luokkatiedostot. Src-kansion alla sijaitseva kansio, joka on 
nimetty projektin mukaan, sisältää kaikki projektille tarkoitetut itse tehdyt luokat. 
Tämän sijainnin alle on projektissa tarkoitus luoda kaikki omat luokkatoteutukset. 
Kansiopolut jotka päättyvät config-kansioihin, sisältävät projektille tarvittavat 
asetustiedostot. Näihin tiedostoihin tulee määrittää, mitä luokkia pelimoottori käyttää 
pelin käynnistämisessä ja pelin buildaamisessa. Nämä tiedostot sisältävät myös kaikki 
muutkin tarvittavat asetukset, ja paljon muuta. Viimeisenä on maps kansio, jonka 
sisälle on tarkoitus luoda tasot, joita projektissa käytetään. 
Kun commit operaatiot on suoritettu, versionhallinta on käyttövalmis projektin 
kehitykseen. Projektin edetessä versionhallintaa onkin tarkoitus käyttää usein, jotta on 
helppo seurata edistymistä ja siirtää tiedostojen versioita taaksepäin isompia ongelmia 
kohdatessa. 
6 LUOKKARAKENNE 
Unreal Enginen luokkarakenne perustuu olio-ohjelmoinnin käsitteisiin. Pelimoottorin 
pohjaluokkana toimii Object. Kaikki muut pelimoottorin luokat perivät Object-luokan. 
Luokka periytyy joko suoraan, tai perityltä luokalta, joka on perinyt Object-luokan. 
(Cordone 2011.) 
Kun pelimoottorin luokkarakenteeseen ryhtyy tutustumaan, on ehkä viisainta aloittaa 
peliprojektille olennaisimmista luokista. Luokkien tutkiminen on kuitenkin työlästä ja 
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esimerkiksi Object luokka on suhteellisen raskas luettavaksi, sillä se sisältää 2199 
riviä. 
6.1 UnCodeX: Työkalu tutkimiseen 
UnCodeX on työkalu mm. luokkarakenteen tutkimiseen. Työkalun avulla pystyy 
erottamaan hyvin, miten eri osa-alueet projektista ryhmittyvät ja miten projektin 
luokkien perintä on toteutettu. Suljettu puunäkymä näyttää hyvin pohjimmaiset 
ryhmittymät (kuva 8). 
 
Kuva 8. UnCodeX:n suljettu puunäkymä näyttää hyvin luokkien ryhmittymän 
vasemmalla, ja luokkien perinnän oikealla. 
Työkalu voi helpottaa tarvittujen luokkien löytämistä huomattavasti. Sen käyttäminen 
luokkarakenteen tutkimisessa voi myös auttaa rakenteen ymmärtämisessä ja 
visualisoinnissa. 
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6.2 Projektin luokat 
UDK toimii pelimoottorin erikoisella tavalla. Yksi asennus vastaa yhden peliprojektin 
tiedostoja. Pelimoottoria voi toki käyttää useampaan projektiin yhtäaikaisesti, mutta se 
vaatii projektien välillä hyppimisessä pelimoottorin asetus tiedostojen muokkaamista. 
Yhtä projektia vastaavan yhden asennuksen vuoksi, pelimoottori luo projektille omat 
luokat projektin luontivaiheessa. Nämä luokat ovat nimetty projektin nimen 
mukaisesti ja näiden luokkien tarkoitus on toimia projektin pääluokkina. Ideana on 
siis, että projektin kehityksessä pelin kehitys keskittyisi näiden luokkien ympärille. 
Näin ei tietenkään ole pakko tehdä, onhan kehittäjällä vapaus valita. (Kuva 9.) 
 
Kuva 9. Oman projektin puun alta löytyy UDK projektin omat luokat. 
6.2.1 Kamera 
Projektin oma Camera-luokka perii pelimoottorin Camera-luokan ja näin kehittäjällä 
on hyvä paikka kehittää projektin oman kameran käyttäytymistä (kuva 10). Camera-
luokka sisältää runsaasti toiminnallisuutta, josta aloittavan kehittäjän on helppo ottaa 
mallia. Suuri osa kameran toiminnan alemmantason toteutuksesta on kuitenkin 
piilossa pelimoottorin C++-kielen toteutuksissa. 
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Kuva 10. Camera-luokan perintäpuu on hyvin yksinkertainen avattuna. 
6.2.2 Kontrollerit 
Projektin kontrolleriluokat ovat toisistaan riippuvaisia. Projektin PlayerInput- luokka 
on toteutettu pelimoottorin PlayerController- luokan sisällä, jolloin tämä 
pelaajansyöttöjä hallitseva luokka voi muokata pelaajakontrollerin sisäisiä arvoja 
(kuva 11). Projektin PlayerInput- luokka on siis se osa projektin PlayerController-
luokkaa, johon on tarkoitus sijoittaa syötöillä kutsuttavia kontrolleihin liittyviä 
funktioita. 
 
Kuva 11. Projektin PlayerInput- luokka toteutuu projektin PlayerController- luokan 
sisällä. 
Oma toteutus PlayerController-luokasta sen sijaan tarvitsee viittauksen projektin 
Pawn-luokkaan (kuva 12). PlayerController- luokka sisältää funktioita, joiden sisällä 
logiikka käsittelee Pawn-luokan manipuloinnin. Luokka siis käsittelee syötteitä, 
kutsuu tarvittavia funktioita Pawn-luokasta ja manipuloi pelaajahahmoa. Näin saadaan 
hahmon muutoksia aikaiseksi. 
 
Kuva 12. Projektin PlayerController luokka tarvitsee viittauksen projektin Pawn 
luokkaan. 
6.2.3 Pawn luokka 
Projektin oma Pawn-luokka sisältää pelaajahahmon tietoja, sekä logiikkaa 
pelaajahamon muutoksiin liittyen. Muutoksiin voi kuulua liikkumisnopeuden 
muuttamista, pelaajahahmon törmäysmallin koon uudelleenmäärittelyä ja paljon 
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muuta. Pawn-luokka sisältää myös pelaajahahmon graafisen tiedon, eli 3D-mallin 
tiedot ja määritykset. 
6.2.4 GameInfo 
GameInfo- luokka sisältää pelityypin määritykset ja logiikka kuuluvat. Pelityyppi voi 
vaihdella hurjasti. Oikein käytettynä, luokkaa vaihtamalla voidaan muuttaa saman 
pelikentän sisällä pelin kulkua huomattavasti. Pelityypissä voidaan määritellä, että 
pelaajat eivät voi kuolla, tai että niiden liikkumisnopeus on huomattavasti suurempi. 
6.2.5 InventoryManager 
InventoryManager- luokkaa voidaan käyttää pelaajan inventaarion hallitsemiseen. 
Luokka on tarkoitettu käytettäväksi objektien hallintaan, joita pelaaja voi käyttää ja 
jotka voivat vaihtua pelin aikana paljonkin. 
7 OMINAISUUKSIEN KEHITYS 
UDK:n kanssa työskentelevälle ohjelmoijalle on tärkeää ominaisuuksien 
kehittämisessä ymmärtää pelimoottorin sisäisien luokkien toimintaa. On monia tapoja 
päästä liikkeelle ominaisuuksien kehittämisessä, esimerkiksi verkosta löytyvät 
ohjeistusvideot ja artikkelit. Projektissa koettiin sopivimmaksi tavaksi aloittaa suoraan 
tutkimalla pelimoottorin sisäisiä luokkia. 
Luokkien tutkiminen koettiin kannattavammaksi aloittaa luokista, jotka vastaavat 
ominaisuuksiltaan omien suunniteltujen ominaisuuksien piirteitä. Tämä tarkoittaa, että 
on tärkeää heti kehitysprosessin alkuvaiheessa miettiä, mihin luokkiin ominaisuuksien 
kehitys sijoittuisi. Prosessi on siis kaksivaiheinen. Ensimmäisenä pohditaan, mihin 
luokkiin ominaisuudet piirteidensä vuoksi sijoittuisivat. Tämän jälkeen siirrytään 
tutkimaan pelimoottorin vastaavanlaisten luokkien sisäistä toimintaa. 
Tämä prosessi koettiin projektin aikana toimivaksi. Tyyli opetti nopeasti pelimoottorin 
sisäisten luokkien toiminnasta ja miten tunnistaa tarvittavat riippuvuudet omien 
luokkien toteutuksessa. 
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7.1 Kyykistyminen 
Crouch-ominaisuus on yllättävän yksinkertainen toteuttaa. Pääteltiin, että 
kyykistyminen sijoittuu projektin omaan PlayerController- luokkaan. Päätelmä osui 
suurimmaksi osaksi oikeaan. 
function CheckJumpOrCrouch() 
{ 
 if ( bPressedJump && (Pawn != None) ) 
 { 
  Pawn.DoJump( bUpdating ); 
 } 
} 
Listaus 1. Funktio joka sisältää etsityn ehtorakenteen hyppyä ja kyykistymistä varten. 
Tutkittaessa pelimoottorin sisäistä PlayerController- luokkaa, selvisi tarvittavan 
rakenteen olevan jo olemassa (listaus 1). Ominaisuuden toteuttamiseksi tarvittiin 
muutokset tähän tiettyyn funktioon. UDK-projektien kanssa työskentelyssä, on 
tehokasta tehdä muutokset olemassa oleviin toimintoihin perinnällä. Muutos funktioon 
siis sijoitetaan projektin omaan PlayerController- luokkaan. 
function CheckJumpOrCrouch() 
{ 
 if(Pawn == none) return; 
 
 if(bPressedJump) 
 { 
  Pawn.DoJump(bUpdating); 
 } 
  
 if(Pawn.Physics != PHYS_Falling && Pawn.bCanCrouch) 
 { 
  Pawn.ShouldCrouch(bDuck != 0); 
 } 
} 
Listaus 2. Perityn funktion kuormitus voi olla hyvinkin yksikertainen. 
Ehtorakenteen kuormitetun toteutuksen jälkeen, esiintyy tarve tutkia ominaisuuden 
riippuvuuksia (listaus 2). Jotta ehtorakenne toteutuu, täytyy luoda tarvittavat 
muutokset luokkaan, joka käsittelee pelaajan syöttöjä. UDK-projektissa olevan 
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PlayerInput-luokan sisään tulee luoda tarvittavat funktiot, bCanCrouch-muuttujan 
arvon muuttamiseksi. 
Syöttökontrolleja määritellään useampaan ’.ini’ päätteiseen tiedostoon. Määritellään 
siis "DefaultInput.ini -tiedostoon rivi, joka kertoo syöttökontrollin. Tätä määritystä 
voidaan myös kutsua monella muulla syötöllä niin haluttaessa. (Listaus 3.) 
.Bindings=(Name="GBA_Duck",Command="Duck | onrelease UnDuck | Axis aUp  
peed=-1.0  ABsoluteAxis=100") 
Listaus 3. Asetustiedostoon määritetty rivi, joka mahdollistaa kyykistymisen käyttäjän 
syötteestä. 
Tämän jälkeen on helppoa määritellä monelle erilaiselle syötölle kontrollit 
kyykistymisenä. Kontrollin määrittelyssä, Command-sana määrittää funktion nimen ja 
erilaiset ehdot, jonka perusteella pelimoottori toimii syötön tapahtuessa. Tässä 
tapauksessa määritellään erillinen rivi samaan tiedostoon. Tämän määrityksen avulla 
pelimoottori kutsuu GBA_DUCK -syöttökontrollia pelaajan painaessa vasenta 
control-näppäintä näppäimistöltään (listaus 4). 
.Bindings=(Name="LeftControl",Command="GBA_Duck") 
Listaus 4. Yleisen kyykistymiskomennon määritys vasempaan control-näppäimeen. 
Näppäintä painettaessa pelimoottori siis kutsuu GBA_Duck -syöttökontrollia, joka 
vuorostaan etsii Duck-nimisen funktion PlayerInput-luokan sisältä. Kun vasen 
control-näppäin päästetään irti, syöttökontrollin OnRelease-ehto toteutuu ja 
pelimoottori kutsuu UnDuck-funktiota (listaus 3). Jotta pelimoottori osaisi kutsua 
näitä funktioita, täytyy projektin omaan PlayerInput-luokkaan kuitenkin määrittää 
vastaavat funktiot (listaus 5). 
Tärkeää tälläisten funktioiden luomisessa on simulated exec -määritys. Määrityksen 
täytyy olla ennen funktion normaalia määritystä. Näin pelimoottori osaa kutsua 
funktiota käyttämällä asetustiedostoja. 
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simulated exec function Duck() 
{ 
 if(bDuck == 0) bDuck = 1; 
} 
Listaus 5. Projektin PlayerInput-luokkaan määritelty kyykistymisfunktio, jossa 
vaihdetaan kyykistymistila funktiota kutsuttaessa. 
7.2 Hyppy ilmassa 
Kyky hyppiä ilmassa on multijump-ominaisuuden tarkoitus. Tutkimalla Pawn-luokan 
sisältöä, löytyy luokan toteutuksesta tarvittava funktio. Kuormittamalla tämä DoJump-
funktio projektin omassa Pawn-luokassa, voidaan lisätä toiminnallisuutta funktioon 
(listaus 6). 
if ( !bUpdating && CanDoubleJump() && (Abs(Velocity.Z) < DoubleJumpThreshold) && IsLocallyCo n-
trolled() ) 
{ 
 if ( PlayerController(Controller) != None ) 
 { 
  PlayerController(Controller).bDoubleJump = true; 
 } 
 
 DoDoubleJump(bUpdating); 
 MultiJumpRemaining -= 1; 
 return true; 
} 
Listaus 6. Lisätty ehtorakenne kuormitettuun DoJump-funktioon tarkastaa pelaajan 
olevan ilmassa. 
Kuormittamalla funktiota, saatiin ehtojen täyttyessä funktio kutsumaan itse toteutettua 
DoDoubleJump-funktiota (listaus 6). Tämän uuden funktion sisälle sijoitettiin 
tarvittavat muokkaukset kiihtyvyyteen, fysiikkatilaan, kameran korkeuteen ja 
hyppymäärä muuttujaan (listaus 7). 
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function DoDoubleJump( bool bUpdating ) 
{ 
  if ( !bIsCrouched && !bWantsToCrouch ) 
  { 
    if ( !IsLocallyControlled() || AIController(Controller) != None ) 
    { 
      MultiJumpRemaining -= 1; 
    } 
    Velocity.Z = JumpZ + MultiJumpBoost; 
    SetPhysics(PHYS_Falling); 
    BaseEyeHeight = DoubleJumpEyeHeight; 
  } 
} 
Listaus 7. DoDoubleJump-funktio, joka sisältää toiminnallisuuden multi jump 
ominaisuudelle. 
Multijump-ominaisuudelle tärkeää on myös laskurimuuttujan palauttaminen 
tahdottuun arvoon. Tämän tulisi tapahtua tietysti pelaajan laskeutuessa maahan. 
Toteuttaaksemme tämän piirteen ominaisuudelle, täytyi perittävästä Pawn-luokasta 
etsiä vastaavanlainen ominaisuus. 
Perittävä luokka sisälsi tarvittavan ominaisuuden. Koska pelaajan maahan 
laskeutuminen on tapahtuma, niin Pawn-luokassa tämä on määritelty event-tyyppisenä 
funktiona. Luokasta löytyvä event Landed-funktio on siis tarvittava tapahtuma. 
Tapahtuman valmiin toiminnan säilyttämiseksi kutsutaan myös Super-muuttujan 
Landed-tapahtumafunktiota. Super-muuttuja sisältää perityn luokan. (Listaus 8.) 
event Landed(vector HitNormal, actor FloorActor) 
{ 
 Super.Landed(HitNormal, FloorActor); 
 MultiJumpRemaining = MaxMultiJump; 
 bReadyToDoubleJump = false; 
 SetBaseEyeheight(); 
} 
Listaus 8. Tapahtumafunktio jota pelimoottori kutsuu kun havaitsee pelaajahahmon 
osuvan maahan. 
Tämän jälkeen multijump-ominaisuus toimii. Listauksessa 6 toteutettiin ehdot, jotka 
mahdollistavat hypyn onnistumisen vain tietyn pituuden sisällä hypyn korkeimmasta 
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pisteestä. Listauksessa 7 määriteltiin kaikki tarvittava toiminnallisuus itse hypyn 
toteuttamiselle ja viimein listauksessa 8 mahdollistetaan multihypyn onnistuminen 
uudelleen. 
7.3 Pikajuoksu 
Kuten kyykistyminen, pikajuoksu perustuu myös käyttäjän syötteeseen. Pikajuoksun 
toteuttamiseen liittyi vähän työtä ja se oli nopea toteuttaa. Ominaisuus perustuu 
pelaajan kiihtyvyyden äkilliseen kasvattamiseen tietyn syötön tapahtuessa.  
On monia tapoja toteuttaa pikajuoksu. Projektissa kuitenkin toteutettiin pikajuoksu 
mahdollisimman yksinkertaisella tavalla. Tuntui turhalta toteuttaa pikajuoksu todella 
monimutkaisella tavalla, sillä toteuttamiseksi riittää pelaajan kiihtyvyyden nostaminen 
syötteen tapahtuessa. 
Tämä onnistui lisäämällä BaseInput.ini -tiedostoon määritys syötteelle. Määritimme 
vasemman shift-näppäimen pikajuoksua varten. Samaan määritykseen lisättiin myös 
onrelease-ehto. Ehdolla saadaan aikaiseksi pikajuoksun lopetus, kun näppäimestä 
päästetään irti. (Listaus 9.) 
Bindings=(Name="LeftShift",Command="Sprint | onrelease StopSprint") 
Listaus 9. Vasempaan shift-näppäimeen määritelty komento, joka kutsuu Sprint-
funktiota painettaessa ja StopSprint-funktiota näppäimen irtipäästettäessä. 
Tämän jälkeen määritettiin tarvittavat funktiot projektin omaan PlayerInput- luokkaan. 
Funktioissa täytyi tällä kertaa määrittää paikallisesti projektin oma Pawn-luokka 
käytettäväksi muuttujaksi. Tähän muuttujaan täytyi muuttaa olemassa oleva Pawn-
olio, pelin sen hetkisestä instanssista. Kun muutos oli tehty, voitiin yksinkertaisella 
aritmetiikalla muuttaa pelaajan kiihtyvyyttä. (Listaus 10.) 
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simulated exec function Sprint() 
{ 
 local ForlornThesisPawn P; 
 P = ForlornThesisPawn(Pawn); 
 P.GroundSpeed += P.SprintSpeed; 
 
} 
 
simulated exec function StopSprint() 
{ 
 local ForlornThesisPawn P; 
 P = ForlornThesisPawn(Pawn); 
 P.GroundSpeed -= P.SprintSpeed; 
} 
Listaus 10. Sprint-funktiot, joita kutsutaan näppäinsyötteellä. 
7.4 Ladattava kyykkyhyppy 
Ladattavan kyykkyhypyn toiminta projektissa perustuu vahvasti käyttäjän syötteeseen, 
sekä UDK:n ajastinfunktioihin. Kun käyttäjä pitää hyppynäppäintä pohjassa 
painettuna, projektin Pawn-luokassa kuormitetun Tick-tapahtumafunktion sisäinen 
ehtorakenne suoriutuu ja kutsuu StartAddingPowerToJump-funktiota (listaus 11). 
event Tick(float DeltaTime) 
{ 
 if(bWillPowerJump && bIsCrouched && bWantsToCrouch && !bAddingPowerToJump) 
 { 
  StartAddingPowerToJump(); 
  bWillPowerJump = false;   
 } 
} 
Listaus 11. Kuormitetussa Tick-funktiossa tarkastellaan voiko pelaaja tehdä ladattua 
kyykkyhyppyä. 
Tapahtumaketju jatkuu StartAddingPowerToJump-funktiossa, jonka sisällä asetetaan 
toistuva ajastin näppäinpainalluksen ajaksi. Ajastinfunktiossa kasvatetaan hyppyyn 
lisättävää voimaa. Kun käyttäjä vapauttaa hyppynäppäimen, kutsuu pelimoottori 
projektin PlayerInput- luokassa sijaitsevaa funktiota, joka puolestaan kutsuu Pawn-
luokan DoPowerJump-funktiota. (Listaus 12.) 
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function bool DoPowerJump() 
{  
 if(bIsCrouched && bWantsToCrouch && bCanPowerJump) 
 { 
  UnCrouch(); 
  Velocity.Z = Default.JumpZ + PowerJumpIncrease; 
  SetPhysics(PHYS_Falling); 
  PowerJumpIncrease = 0; 
  return true; 
 } 
 return false; 
} 
Listaus 12. Ladatun kyykkyhypyn funktio, jossa tarkastellaan voiko pelaaja tehdä 
ladattua hyppyä. Tehdään myös tarvittavat fysiikka muutokset pelaajahahmolle. 
Projektin Pawn-luokassa kutsuttu DoPowerJump-funktio suorittaa hyppyyn tarvittavat 
toiminnot. Pelaajan Pawn luokka käsketään pois kyykystä, kutsumalla UnCrouch-
funktiota. Kyykystä poistumisen jälkeen, funktiossa lisätään Pawn-luokan z-akselin 
kiihtyvyyteen ladattu hyppyvoima. Lopuksi funktio asettaa Pawn-luokan fysiikkatilan 
putoavaksi ja nollaa ladatun hyppyvoiman. (Listaus 12.) 
Ominaisuuden jatkuvan toimivuuden vuoksi, on tehtävä pieniä lisäyksiä aikaisemmin 
kuormitettuun Landed tapahtumafunktioon. On tärkeää muuttaa 
bAddingPowerToJump-muuttuja false-tilaan, jotta kuormitetussa Tick-
tapahtumafunktiossa voidaan myöhemmin kutsua voimanlisäys funktiota. Myös 
ajastimen poistaminen jatkuvasta toistumisesta tuntui järkevältä. Ajastimen 
poistaminen säästää resursseja, kun ominaisuus ei ole käytössä. (Listaus 13.) 
event Landed(vector HitNormal, actor FloorActor) 
{ 
 Super.Landed(HitNormal, FloorActor); 
 MultiJumpRemaining = MaxMultiJump; 
 bReadyToDoubleJump = false; 
 ClearTimer('PowerToJump'); 
 bAddingPowerToJump = false; 
 SetBaseEyeheight(); 
} 
Listaus 13. Kuormitettu Landed-tapahtumafunktio, johon lisätty ladattavan 
kyykkyhypyn tarvittavien muuttujien nollaus. 
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7.5 Liukuminen 
Liukumisen tarkoituksena on siirtyminen pikajuoksusta kyykkyyn. Projektissa tämä 
on toteutettu tarkastamalla pelaajan juoksutila kyykkyyn siirryttäessä, kuormittamalla 
projektin Pawn-luokan StartCrouch-funktio (listaus 14). Liukumisen 
mahdollistamiseksi täytyy myös pelaajan liikkumanopeutta pienentää asteittain 
siirtymän jälkeen. Näin saadaan aikaiseksi tunne, että pelaajan nopeus hiljenee 
liu’uttaessa maata pitkin. 
simulated event StartCrouch(float HeightAdjust) 
{ 
 SetBaseEyeheight(); 
 EyeHeight += HeightAdjust; 
 if(bIsSprinting) 
 { 
  bIsSliding = true; 
  SetTimer(0.2, true, 'SlidingSpeedTimer'); 
 } 
 else 
 { 
  GroundSpeed = CrouchSpeed; 
 } 
} 
Listaus 14. Tarkastellaan pikajuoksun tilaa kuormitetussa StartCrouch-funktiossa. 
Pelaajan vauhdin hidastuminen on saatu aikaiseksi asettamalla ajastinfunktio. 
SlidingSpeedTimer-funktio on asetettu ajastinfunktioksi (listaus 14). Ajastinfunktio 
kutsuu itseään tietyn ajan välein ja interpoloi pelaajan nopeutta haluttuun arvoon päin 
(listaus 15). 
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function SlidingSpeedTimer() 
{ 
 if(GroundSpeed > 200) 
 { 
  GroundSpeed = Lerp(GroundSpeed, 200, 0.05); 
  if(!bIsSliding) 
  { 
   ClearTimer('SlidingSpeedTimer'); 
  } 
 } 
} 
Listaus 15. Ajastinfunktioksi tarkoitettu funktio laskee pelaajan nopeutta haluttuun 
arvoon päin. 
Jotta liukuminen tuntuisi nopeusmuutosten lisäksi järkevältä, täytyy pelaajan 
liikkuvuutta rajoittaa liukuessa. Koska liukuessa liikkuminen sivusuuntaan on erittäin 
hankalaa, jopa mahdotonta, lukitaan pelaajan liikkumisesta sivuttaissuunnassa 
liikkuminen. Tämä onnistui kuormittamalla projektin PlayerController-luokassa tila 
PlayerWalking ja sen sisällä toteutettu PlayerMove-funktio (listaus 16). 
state PlayerWalking 
{ 
ignores SeePlayer, HearNoise, Bump; 
function PlayerMove( float DeltaTime ) 
{ 
 if(Pawn != None) 
 { 
 FTPawn = ForlornThesisPawn(Pawn); 
 GetAxes(Pawn.Rotation,X,Y,Z); 
 
 // Update acceleration. 
 if(!FTPawn.bIsSliding) { 
 NewAccel = PlayerInput.aForward*X + PlayerInput.aStrafe*Y; 
 NewAccel.Z = 0; 
 NewAccel = Pawn.AccelRate * Normal(NewAccel); 
 } 
 } 
} 
} 
Listaus 16. Kuormitetussa PlayerWalking tilassa tarkastellaan kuormitetun 
PlayerMove funktion sisällä, liukuuko pelaajahahmo. 
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Ongelmana toteutuksessa on pelaajahahmon liikkuminen kameran osoittamaan 
suuntaan. Tämän ominaisuuden toteutusta ei löytynyt UDK:n sisäisistä 
luokkatiedostoista, joten toteutus saattaa olla Unreal Engine fysiikkamoottorin 
toteutuksissa. Peliprojektin demonstrointiin tämä versio ominaisuudesta riittää 
kuitenkin hyvin. 
7.6 Syöksy 
Syöksymisen periaate on hyvin yksinkertainen. Kun pelaaja painaa jotakin 
suuntanäppäintä lyhyessä ajassa kaksi kertaa, liikutetaan pelaajahahmoa siihen 
suuntaan nopeasti. Tätä toimintoa varten Unreal Engine:ssä on olemassa enum-
tyyppinen muuttuja.  
Myös PlayerInput- luokan sisäinen CheckForDoubleClickMove-funktio, on tarkoitettu 
tähän tarkisteluun. Funktio palauttaa enum-tyyppisen muuttujan, jonka avulla voidaan 
tarkastella mihin suuntaan pelaaja on painanut kaksi kertaa lyhyessä ajassa. 
Kuormitetussa PlayerMove-funktiossa tarkastelu toimii hyvin. Tarkastelussa 
katsotaan, onko pelaaja painanut jotain suuntanäppäintä kaksi kertaa ja onko 
pelaajahahmon syöksyominaisuus käytettävissä (listaus 17). 
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state PlayerWalking 
{ 
ignores SeePlayer, HearNoise, Bump; 
function PlayerMove( float DeltaTime ) 
{ 
 if(Pawn != None) 
 { 
 DoubleClickMove = PlayerInput.CheckForDoubleClickMove( 
DeltaTime/WorldInfo.TimeDilation ); 
    
 if(DoubleClickMove != None && FTPawn.bDashEnabled) 
 { 
 FTPawn.DoDash(DoubleClickMove); 
 } 
 } 
} 
} 
Listaus 17. Kuormitetussa PlayerMove-funktiossa tarkastellaan suuntanäppäimen 
kaksoispainallus ja syöksyominaisuuden mahdollisuus. 
Itse syöksyfunktio on toteutettu projektin Pawn-luokassa. Funktio ottaa vastaan enum-
muuttujan, josta suuntanäppäin selviää. Switch-case -rakenteella tehdään tarvittavat 
toimenpiteet, riippuen painalluksen suunnasta.  
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function DoDash(EDoubleClickDir MoveDir) 
{ 
 switch(MoveDir) 
 { 
 case EDoubleClickDir.DCLICK_Right: 
 bDashEnabled = false; 
 AddVelocity( TransformVectorByRotation(Rotation, vect(0, 1000, 0)), Location, None);  
 SetTimer(DashCooldown, false, 'DashTimer'); 
 break; 
 case EDoubleClickDir.DCLICK_Left: 
 bDashEnabled = false; 
 AddVelocity( TransformVectorByRotation(Rotation, vect(0, -1000, 0)), Location, None); 
 SetTimer(DashCooldown, false, 'DashTimer'); 
 break; 
 case EDoubleClickDir.DCLICK_Forward: 
 bDashEnabled = false; 
 AddVelocity( TransformVectorByRotation(Rotation, vect(1000, 0, 0)), Location, None);  
 SetTimer(DashCooldown, false, 'DashTimer'); 
 break; 
 case EDoubleClickDir.DCLICK_Back: 
 bDashEnabled = false; 
 AddVelocity( TransformVectorByRotation(Rotation, vect(-1000, 0, 0)), Location, None); 
 SetTimer(DashCooldown, false, 'DashTimer'); 
 break; 
 } 
} 
Listaus 18. Syöksyfunktio projektin Pawn-luokassa. Ehtorakenteessa suoritetaan 
pelaajahahmon vauhdin lisäys ja ominaisuuden ajastus pois jäähyltä. 
Ehtorakenteessa pelaajalle asetetaan nopeutta tiettyyn suuntaan. Syöksyominaisuus 
otetaan sitten pois käytöstä ja asetetaan ajastinfunktio joka palauttaa 
syöksyominaisuuden käyttöön halutun ajan kuluttua. Näin pelaaja ei voi käyttää 
syöksyä useampia kertoja ilmassa. (listaus 18.) 
7.7 Bunnyhop 
Ominaisuuden ideana on pelaajan liikkumanopeuden nostaminen, kun pelaaja hyppää 
uudestaan tietyn ajan kuluttua laskeutumisesta. Tämän ominaisuuden käyttäminen 
pelimekaniikkana haastavien tasojen luomisessa mahdollistaa vaikeiden tasojen 
toteutuksen. Ominaisuuden toteutus on myös suhteellisen yksinkertainen. 
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Kuormittamalla projektin Pawn-luokassa Landed-tapahtumafunktio, voidaan tehdä 
tarkastelu pelaajahahmon laskeutuessa maahan. Tarkastelussa asetetaan ajastinfunktio, 
jonka tehtävänä on tarkistaa onko pelaaja yrittänyt hypätä kun ajastinfunktiota 
kutsutaan (listaus 19). 
event Landed(vector HitNormal, actor FloorActor) 
{ 
 Super.Landed(HitNormal, FloorActor); 
 bJumpHappened = false; 
 
 if(bBunnyHopEnabled) 
 { 
  bBunnyHop = true; 
  SetTimer(0.2, false, BunnyHopTimer'); 
 } 
  
 MultiJumpRemaining = MaxMultiJump; 
 bReadyToDoubleJump = false; 
 ClearTimer('PowerToJump'); 
 bAddingPowerToJump = false; 
 
 SetBaseEyeheight(); 
} 
Listaus 19. Kuormitetussa tapahtumafunktiossa tarkastellaan, onko bunnyhop-
ominaisuus käytössä. 
Projektin Pawn-luokassa nopeuden lisääminen on suoritettu kuormitetussa 
hyppyfunktiossa, juuri ennen itse hypyn suoritusta. Tämä onnistui hyvin 
yksinkertaisella ehtorakenteella. Nopeutta lisätään pelaajahahmon GroundSpeed-
muuttujaan. (Listaus 20). 
function bool DoJump( bool bUpdating ) 
{ 
 if(bBunnyHop) 
 { 
  GroundSpeed += BunnyHopValue; 
 } 
} 
Listaus 20. Hyppyfunktiossa tarkastellaan, voiko pelaaja suorittaa bunnyhop-
ominaisuutta. 
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Jotta pelaajan saavuttama ylimääräinen nopeus bunnyhop-ominaisuutta käyttämällä ei 
jäisi päälle hyppyjen jälkeen, on tärkeää tehdä ajastinfunktioon nopeuden muutos 
takaisin haluttuun nopeuteen. (Listaus 21.) 
function BunnyHopTimer() 
{ 
 bBunnyHop = false; 
 
 if(!bJumpHappened) 
 {   
  if(bIsSprinting) 
   GroundSpeed = SprintSpeed; 
  else if(bIsCrouched) 
   GroundSpeed = CrouchSpeed; 
  else 
   GroundSpeed = RunSpeed; 
 } 
} 
Listaus 21. Ajastinfunktiossa tehdään tarkastelu hypyn onnistumisesta ja asetetaan 
pelaajan kulkunopeus takaisin sen hetkisen normaaliin arvoonsa. 
8 HAASTEET 
Projektin haasteina oli täysin uuden kehitysympäristön ja työkalun opettelu, uuteen 
ohjelmointikieleen tutustuminen ja ennen kaikkea pelimoottorin luokkarakenteen 
tutkiminen. Kun toteutettiin omia ominaisuuksia prototyyppiin, työskentely oli 
ajoittain todella hidasta. Ominaisuuksien kehittäminen vaati paljon perittyjen luokkien 
tutkimista. 
Kaikista eniten työtä projektissa tuotti perittyjen luokkien ymmärtäminen. Tietyn 
toiminnallisuuden löytäminen luokista hankalaa ja debug -ajossa tapahtumien 
seuraaminen oli hidasta. Muutamasta ominaisuudesta jäi puuttumaan suunniteltuja 
piirteitä, koska tarvittua toiminnallisuutta ei löytynyt perityistä luokista. Nämä 
toiminnallisuudet ovat todennäköisesti pelimoottorin lähdekoodissa ja sitä ei UDK:lla 
pääse tarkastelemaan. 
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9 JÄLKISANAT 
Opinnäytetyön teko oli opettava prosessi ja sen tekeminen valmensi UDK:lla 
kehitykseen. Tämä osoittautui ehkä kuitenkin turhaksi, sillä Epic Games:in uusi neljäs 
versio Unreal Engine -pelimoottorista tarjoaa uuden ja tehokkaamman työkalun 
pelikehitykseen. Projekti eteni kuitenkin suunnitelman mukaisesti ja olen tyytyväinen 
aikaan saatuun prototyyppiin 4 kuukauden aikataululla. 
Tulevaisuudessa projektia työstetään todennäköisesti harrastusmielessä eteenpäin ja se 
mahdollisesti siirretään uudelle Unreal Engine versiolle. 
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