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Abstract: Entwicklungsrichtlinien sind ein Hilfsmittel, um gemachte Erfahrungen bei der Entwicklung
von Software weiterzugeben. Sie helfen Entwicklern, vorhandenen Programmcode zu verstehen und in
zukünftig zu erstellendem Programmcode Fehler zu vermeiden. Konsequent und umsichtig angewandt,
verbessern sie den Programmierstil und die Lesbarkeit von Programmcode und tragen somit auch zu
verbesserter Wartbarkeit von Software bei. Wie Entwicklungsrichtlinien für die Programmiersprache
Java sinnvollerweise aussehen können, was sie enthalten sollten, wie sie gegliedert werden, wie man sie
anwendet und aktualisiert, ist Inhalt dieses Beitrags.
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Mit der Sprache Java als Teil der Java-
Plattform ist eine neue objektorien-
tierte Programmiersprache entstanden,
bei deren Entwurf viele moderne
Sprachkonzepte berücksichtigt wurden,
zum Beispiel eine strenge Typbindung,
die Möglichkeit zur separaten und ei-
genständigen Definition von Schnitt-






vieles mehr. Wenn man von der stark an
C angelehnten Syntax der Sprache ein-
mal absieht, dann erleichtert die
Sprachkonzeption an sich bereits die
Erstellung von robustem und wartungs-
freundlichem Programmcode (kurz
Code). Leider lassen sich nicht alle
Aspekte diesbezüglich über die Sprach-
definition regeln. Dies liegt hauptsäch-
lich daran, dass ab einer gewissen Kom-
plexität die Sprache unhandlich und
somit wieder fehleranfällig würde. Aus-
serdem gibt es Aspekte, die nicht über
die Sprachdefinition zu regeln sind, wie
beispielsweise die Bezeichnerwahl oder
das »sich Zurechtfinden« in fremdem
Code. Mit wachsender Erfahrung in der
Entwicklung von Software und im Um-
gang mit der Sprache lernt ein Entwick-
ler im allgemeinen neben den sprachun-
abhängigen Problemen auch die
»Haken und Ösen« der Programmier-
sprache kennen und zunehmend beherr-
schen. Dieser Lernprozess ist oft müh-
sam und langwierig. Eine Möglichkeit,
ihn zu verkürzen, besteht darin, ge-
machte Erfahrungen zu sammeln, auf-
zubereiten und in Form von Entwick-
lungsrichtlinien bereitzustellen.
Die Entwicklung von Software ist ein
kreativer Prozess mit vielen potentiellen
und gangbaren Lösungsmöglichkeiten.
Richtlinien sind daher eine heikle An-
gelegenheit, da sie per se dazu da sind,
einen einheitlichen Stil vorzuschreiben.
Entwicklungsrichtlinien können nicht





 einzig guten Programmierstil
zu definieren. Wohl aber können sie ei-
nen zweckmässigen, einheitlichen Stil
vorgeben. Ferner können sie bei Soft-
ware-Inspektionen als Grundlage für
Prüf- und Abnahmekriterien dienen.
Konsequent und umsichtig ange-
wandt, sind Entwicklungsrichtlinien ein
wichtiges Hilfsmittel, um Arbeitswei-
sen zu vereinheitlichen, gemachte Er-
fahrungen weiterzugeben, die Doku-
mentation der Software zu verbessern
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auch zur Verbesserung der Wartbarkeit
von Software bei.
Vor dem Hintergrund »Software-Ent-
wicklung an der Universität«, d.h. Aus-
bildung, Betreuung studentischer Ar-
beiten und Software, die im Rahmen
von Forschungsprojekten erstellt wird,
haben wir »Entwicklungsrichtlinien für
Software-Entwicklungen in der Pro-
grammiersprache Java« erstellt [Berner
et al. 96]. Diese können auf Anfrage







Auf der Grundlage der Erfahrungen
mit den Java-Entwicklungsrichtlinien
unserer Forschungsgruppe beschreiben
wir in diesem Beitrag, wie Entwick-
lungsrichtlinien für die Programmier-
sprache Java aussehen können, was sie
enthalten sollten und wie sie gegliedert
werden. Abschnitt 3 geht auf zwei un-
terschiedliche Möglichkeiten ein, wie
Entwicklungsrichtlinien aufgebaut und
gegliedert werden können. In Abschnitt
4 wird dargelegt und anhand von Bei-
spielen illustriert, welche Bereiche Ent-
wicklungsrichtlinien für Java regeln
können und sollten. Abschnitt 5 behan-
delt die Anwendung und Änderung der
Richtlinien.
 
3 Aufbau der Richtlinien
 
Der Aufbau und die Gliederung der
Richtlinien trägt massgeblich zu deren
Anwendbarkeit bei. Die Art der Gliede-
rung sollte auf den intendierten Ver-
wendungszweck abgestimmt sein. Sol-
len die Richtlinien hauptsächlich in
Form eines Lehrbuchs genutzt werden,
d.h. sorgfältig gelesen, verinnerlicht
und anschliessend beiseite gelegt wer-
den, so bietet sich eine Gliederung an,









orientiert. Alles Wissenswerte über An-
wendung, Dokumentation, Kommentie-
rung, etc. bestimmter Sprachelemente
ist jeweils dort zu finden, wo eben diese
Sprachelemente beschrieben sind.
Wird in den Richtlinien eher eine Art
von Arbeitsdokument oder Nachschla-
gewerk gesehen, dann ist es angebracht,





zu gliedern, z.B. Programmierhin-
weise/-stil, Einrückungen und Layout,
Bezeichnerwahl, Dokumentation und
Kommentierung, etc. Innerhalb dieser
Kapitel kann entsprechend der Struktur
der Programmiersprache auf die einzel-
nen Regelungen eingegangen werden.
Beispielsweise wird im Kapitel »Doku-
mentieren von Java-Code« auf das
Kommentieren von Paketen, Klassen,
Methoden, etc. eingegangen, aber nicht
auf Einrückung und Layout derselben.
Dies wird in einem eigenen Kapitel
»Einrückungen und Layout« behandelt.
Für unsere eigenen Java-Entwick-
lungsrichtlinien haben wir uns für letz-
tere Art der Gliederung entschieden, da
wir mit Smalltalk-Entwicklungsrichtli-
nien [Schneider94] die Erfahrung ge-
macht hatten, dass die Richtlinien oft in
Form eines Nachschlagewerks genutzt
werden. Typische Anwendungsszena-
rien waren überwiegend sachgebietsori-
entiert, etwa in der Art: Wie wird doku-
mentiert? Wie werden Methoden
dokumentiert? Wie wird eine Vorbedin-
1 Einleitung und Organisatorisches
Grundidee, Aufgabe der Entwicklungsrichtlinien
Verbindlichkeit der Richtlinien
Abweichung von den Richtlinien
Inhaltsübersicht
2 Programmierhinweise für Java






3 Einrückungen und Layout
Grundidee, Einrückungen und Layout
Einrückung der Klassendeklaration, des Methodenkopfs und der Kommentare
Methodenrumpf
4 Namen und Bezeichner
Grundidee, Bezeichnerwahl
Sprache für Bezeichner und Kommentare
Bezeichnerkonventionen für Klassen, Konstanten und Variablen
Benennung von Methoden











ABBILDUNG 1 Inhalt und Gliederung von Entwicklungsrichtlinien im
Sinne eines Nachschlagewerks. Beispiel aus [Berner et al. 96].
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gung angegeben? Wo finde ich alles
Wissenswerte zum entsprechenden
Thema? Fragestellungen wie beispiels-
weise »Wo und wie erfahre ich alles
über Klassen?« waren selten.
Abbildung 1 zeigt die Gliederung un-
serer Entwicklungsrichtlinien für Java.
Die Grobgliederung ist generisch, d.h.
die Einteilung in Kapitel kann (weitge-
hend) unverändert verwendet werden,
um ggf. weitere Richtlinien für andere
Programmiersprachen zu gliedern. Da
in Entwicklungsrichtlinien unter ande-
rem auf Besonderheiten und Probleme
der Programmiersprache eingegangen
wird, ist die Aufteilung der Kapitel in
Unterkapitel zumindest teilweise
sprachabhängig und kann nicht unmit-
telbar wiederverwendet werden, um
Richtlinien für andere Programmier-
sprachen zu gliedern. Bei der in hier ge-
zeigten Gliederung gilt dies insbeson-
dere für die Kapitel 2 und 3.
 
4 Inhalt der Richtlinien
 
Wesentlich ist unserer Meinung nach
die Regelung der in Abbildung 1 aufge-
führten Bereiche. Existieren bereits
Richtlinien für Entwicklungen in ande-
ren Programmiersprachen, so sollten
bewährte Regelungen stets berücksich-
tigt werden, d.h. miteinfliessen oder
ggf. entsprechend den Gegebenheiten
der neuen Programmiersprache und
Entwicklungsumgebung angepasst wer-
den. Dies fördert die Akzeptanz der
Richtlinien und trägt dazu bei, dass
langfristig eine firmen- und probleman-
gepasste Entwicklungskultur entsteht.
Für jede einzelne Regelung der Ent-
wicklungsrichtlinien sollte sorgsam ge-
prüft werden, ob sich Beispiele finden
lassen, wo diese sinnvoll anzuwenden
ist. Finden sich keine Beispiele, ist dies
ein Hinweis darauf, dass eine Regelung
überflüssig oder unpraktikabel ist. Aus-
sagekräftige Beispiele sind auch ein
wichtiges Hilfsmittel, wenn es darum
geht, diejenigen Regelungen zu doku-
mentieren, deren Sinn und Zweck nicht
unmittelbar ersichtlich ist.
Grob gesehen können Entwicklungs-
richtlinien zwei Arten von Problemen
angehen. Zur ersten Kategorie (1) gehö-
ren Probleme der Programmiersprache,
die über die Sprachdefinition gelöst
werden könnten, aber nicht gelöst wor-
den sind. In diese Kategorie fällt in Java
beispielsweise die Verwendung potenti-
ell fehlerträchtiger Anweisungen wie
der Switch-Anweisung, alle Arten von
In- oder Dekrement-Anweisungen oder
… auch Blöcke, die nur aus einer Anwei-
sung bestehen, müssen geklammert
werden, auch wenn dies rein syntaktisch
gesehen nicht notwendig wäre. Dadurch
wird die Dangling Else-Mehrdeutigkeit
der if-Anweisung umgangen und expli-
zit gemacht, zu welcher if-Anweisung
ein else gehört. Ferner wird der häufig
gemachte Flüchtigkeitsfehler vermieden,
die Klammerung zu vergessen, wenn
nachträglich der Bedingungsrumpf erwei-
tert wird …
ABBILDUNG 2 Eindeutiges Auflö-
sen von Mehrdeutigkeiten der
Sprachgrammatik und Vermeiden
von Flüchtigkeitsfehlern. Beispiel für
eine Regelung der Kategorie (1) aus
dem Kapitel » Einrückungen und Lay-
… Das Code-Fragment (b) hat im Vergleich zu (a) den Nachteil, dass es weniger gut ver-
ständlich ist, insbesondere wenn Variablendeklaration und -verwendung weit auseinan-
der liegen. Ferner kann »trafficLight« nur einen vordefinierten und keinen eigenen,
benutzerdefinierten Typ haben. Es können daher der Variablen »trafficLight« beliebige,
also auch nicht mehr sinnvoll interpretierbare Werte vom Typ int zugewiesen werden,
z.B. 17. Ist man nicht bereit, diese Nachteile bezüglich Lesbarkeit und Ausführungssi-
cherheit zu akzeptieren, dann muss eine eigene Klasse Ampel geschaffen werden (c).
Generell gilt: Für alle nicht privaten Klassen ist – obwohl aufwendiger – eine Lösung
nach Schema (c) vorzuziehen, da sie zu robusterem Code führt, die Entwurfsentschei-
dung, wie »trafficLight« realisiert ist, kapselt und über die Schnittstelle nur sinnvoll inter-
pretierbare Objektzustände erlaubt …
TYPE // (a)
TrafficLightType











… Java hat ausser Arrays und Klassen keine benutzerdefinierbaren Typen und somit
auch keine Aufzählungstypen oder Bereichstypen. Dieser Mangel ist sicherlich nicht
substantiell, da er durch die Verwendung von Klassen kompensiert werden kann, was
jedoch aufwendiger ist. Das Vorhandensein von Aufzählungstypen in einer Programmier-
sprache erleichtert generell deren Verständlichkeit, da Ausdrücke wie in (a) abgebildet
möglich sind. Sieht man von einer Verwendung von Klassen ab, dann würde ein äquiva-

















boolean isRed() { … };
boolean isYellow() { … };
boolean isGreen() { … };
…












ABBILDUNG 3 Substituieren von Aufzählungstypen. Beispiel für eine Rege-
lung der Kategorie (1)
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das (syntaktische) Auflösen der Dang-
ling-Else-Mehrdeutigkeit (siehe Abbil-
dung 2). Insgesamt betrachtet ist diese
Kategorie in Java aber erfreulich klein. 
Zur zweiten Kategorie (2) gehören
alle Probleme, die nicht oder nur sehr
umständlich über die Sprachdefinition
zu lösen sind, wie beispielsweise das
Ändern von Code (insbesondere frem-
den Codes), das generelle Layout des
Codes, die Bezeichnerwahl sowie die
Dokumentation und Kommentierung. 
Anzumerken ist noch, dass die beiden
Kategorien nicht vollständig disjunkt
sind, d.h. manches ist nicht eindeutig ei-
ner Kategorie zuzuordnen, beispiels-
weise das Layout des Codes. Als Faust-
regel, um die Wichtigkeit einzelner
Regelungen abzuschätzen, ist diese Un-
terscheidung dennoch nützlich, insbe-
sondere bei der Prüfung der Richtlinien.
 
4.1 Auszüge aus den Richtlinien
 
Dieser Abschnitt zeigt drei Beispiele
(Abbildungen 2-4), wie Richtlinien do-
kumentiert werden [Berner et. al. 96].
Die ersten beiden Beispiele fallen
schwerpunktmässig unter die Kategorie
(1). Danach folgt ein Beispiel für eine
Regelungen der Kategorie (2).
Probleme der Kategorie (1) lassen
sich meist einfach auf eine recht for-
male Art regeln, indem man die Ver-
wendung bestimmter Sprachkonstrukte
verbietet, einschränkt oder erschwert.
Beispielsweise, indem man eine expli-
zite Klammerung für jede if-Anweisung
vorschreibt (Abbildung 2) oder indem
man geeignete Substitute für fehlende
bzw. nicht vorhandene Sprachelemente
angibt (Abbildung 3). Regelungen, die
Probleme der Kategorie (1) behandeln,
dienen hauptsächlich dazu, Sprach-
schwächen zu entschärfen und Flüchtig-
keitsfehler zu verhindern. Solche Rege-
lungen sind typisch syntaktischer Natur
und lassen sich weitgehend formal be-
schreiben. Die Abbildungen 2 und 3
zeigen Beispiele für Regelungen dieser
Art. Abgesehen davon, dass der Ent-
wickler ggf. ein bestimmtes Problemlö-
sungsschema wiedererkennen kann und
ihm dies das schnelle Erfassen be-
stimmter Code-Fragmente erleichtert,
ist ihr genereller Nutzen für das bessere
Verständnis des Programmcodes eher
gering.
Abbildung 4 zeigt eine Regelung der
Kategorie (2). Diese Regelungen betref-
fen primär Bereiche, die nur sehr re-
striktiv oder überhaupt nicht über die
Sprachdefinition zu regeln sind und zie-
len primär auf Aspekte wie Program-
mierstil sowie einfaches Verstehen und
gute Lesbarkeit des Codes ab. Regelun-
gen dieser Kategorie sollen gezielt dazu
beitragen, Inhalt und Bedeutung des
Codes möglichst klar und verständlich
zu halten. Wenn man zugesteht, dass
insbesondere bei Wartung von Soft-
ware das Lesen und Verstehen von Code
eine zentrale Aktivität ist, dann ist ihr
Nutzen offensichtlich.
Die meisten Probleme der Kategorie
(2) lassen sich nicht in formale Regeln
fassen, sondern müssen inhaltlich durch
Texte beschrieben werden. Dabei
kommt verständlichen Beispielen eine
zentrale Rolle zu. Die Anwendung und
Überprüfung dieser Regelungen gestal-
tet sich aufwendiger und schwieriger
als bei Regelungen der Kategorie (1),
da ein grundlegendes, inhaltliches Ver-
ständnis des Codes Voraussetzung dafür
ist, die Regelungen anzuwenden oder
zu überprüfen. So ist es beispielsweise
wesentlich einfacher und eindeutiger
festzustellen, dass die Klammerung ei-
ner if-Anweisung fehlt (Abbildung 1),
als die Verständlichkeit eines Bezeich-
ners konstruktiv zu beurteilen.
 
5 Anwendung und 
Änderung
 
Nur wenn Richtlinien »gelebt« wer-
den, also nicht ausschliesslich auf dem
Papier existieren, sondern auch in den
Köpfen der Entwickler, haben sie einen
2.4 Klassen
Klassenkopf
Neben Klassenbezeichnung, Klassenkommentar und ggf. Schnittstellen wird im Klas-
senkopf auch die Attributierung der Klasse geregelt, d.h. es wird festgelegt, ob die
Klasse abstrakt ist (Schlüsselwort abstract ), ob es Unterklassen geben darf (Schlüssel-
wort final ) und wie die Sichtbarkeit des Klassenbezeichners ist (Schlüsselwort public ).
Hierbei sollten die folgenden Regeln beachtet werden:
Abstrakte Klassen
Eine Klasse sollte nur dann abstract attributiert werden, wenn sie »teilweise abstrakt«
ist, d.h. wenn sie eine bestimmte Funktionalität implementiert, die sie mit ihren (potenti-
ellen) Unterklassen gemeinsam hat. Wenn Unsicherheit oder Unklarheit darüber
besteht, in welcher Form die Funktionalität zu implementieren ist oder wenn es darum
geht, ein bestimmtes Protokoll oder ein bestimmtes Schnittstellenformat einzuhalten,
dann sollten Interfaces und nicht abstrakte Klassen verwendet werden. Interfaces sind
wesentlich flexibler als abstrakte Klassen. Sie unterstützen Mehrfachvererbung und kön-
nen u.a. auch dazu benutzt werden, ansonsten unzusammenhängenden Klassen ähnli-
che Funktionalität zu geben.
"final" Klassen
Eine Klasse sollte nur dann final attributiert sein, wenn sie Unterklasse oder Implemen-
tierung einer Schnittstelle ist, welche bereits alle Methoden definiert, die nicht implemen-
tierungsspezifisch für die jeweilige Klasse sind. Wenn eine Klasse »nur« final attributiert
wird, dann kann von dieser Klasse keine Unterklasse mehr gebildet werden. Existiert zu
dieser Klasse eine Basisklasse, die nicht final attributiert ist, aber gleiche Funktionalität
hat, dann besteht zumindest die Möglichkeit, von dieser Klassen eine Unterklasse zu bil-
den [siehe auch Lea 1996].
ABBILDUNG 4 Attributierung von Klassen. Beispiel für eine Regelung der
Kategorie (2) aus dem Kapitel »Programmierhinweise für Java«.
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Nutzen. »Gelebt werden« heisst in die-
sem Zusammenhang: Die Richtlinien
müssen den Entwicklern bekannt ge-
macht und von diesen angenommen
werden. Es muss regelmässig geprüft
werden, ob und inwiefern die Richtli-
nien eingehalten werden. Ebenso müs-
sen die Richtlinien beständig an geän-
derte Gegebenheiten angepasst werden,
damit sie auf Dauer anwendbar bleiben.
Geprüft wird die Einhaltung der
Richtlinien zweckmässigerweise im
Rahmen von Code-Inspektionen.
Hierzu macht man die Richtlinien zum
Bestandteil der Prüfkriterien. Haupt-
sächlich sollte die inhaltliche Einhal-
tung geprüft werden (siehe Probleme
der Kategorie (2)), also Aspekte wie
Programmierstil, Bezeichnerwahl,
Kommentierung, etc. Verstösse gegen
formale Regelungen wie Einrückung
und Layout (siehe Probleme der Kate-
gorie (1)) fallen bei der Inspektion eher
in die Klasse der nebensächlichen Be-
funde. Dies ist überwiegend dadurch
motiviert, dass sich das Einhalten for-
maler Aspekte weitaus einfacher einhal-
ten und überprüfen lässt, als beispiels-
weise eine geeignete Namensgebung
für Bezeichner. Ausserdem konzentrie-
ren bzw. beschränken sich insbeson-
dere weniger gut vorbereitete Gutach-
ter oft auf die Einhaltung formaler
Aspekte.
Entwicklungsrichtlinien sind keine
»zementierten«, auf alle Zeit hin zu be-
achtenden Regelwerke. Damit Richtli-
nien wirklich gelebt werden, ist es uner-
lässlich, sie stetig und umsichtig zu
aktualisieren, d.h. überholte Regelun-
gen müssen entfernt und ggf. neue hin-
zugefügt werden. Neben einem ange-
brachten Mass an Vereinheitlichung
besteht ein Hauptnutzen von Entwick-
lungsrichtlinien ja darin, gemachte Er-
fahrungen sowie die daraus gezogenen
Lehren aufzubereiten und zu so doku-
mentieren, dass möglichst viele davon
profitieren.
Daraus resultiert auch die Verpflich-
tung, Verbesserungsvorschläge derjeni-
gen Personen, die auf der Grundlage der
Richtlinien arbeiten bzw. entwickeln,
schnell zu berücksichtigen und in eine
überarbeitete Versionen der Richtlinien
einfliessen zu lassen. Hierzu bietet es
sich an, Verbesserungsvorschläge kon-
sequent zu sammeln und in regelmässi-
gen Abständen in die Richtlinien einzu-
arbeiten. Eine neue Version der
Richtlinien wird dann in einem Review








[Berner et al. 96]
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