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Abstract
Modern information systems may exploit numerous XML formats for communication. Each message may have its
own XML format for data representation which causes problems with evolution of their schemas. Manual change
management of the XML formats may be error-prone and time consuming. We tackled this problem in our previous
work with the introduction of a formal two level conceptual model for XML which interconnects multiple XML schemas
describing parts of a common problem domain on a conceptual level. This allows for well-deﬁned and automated
change management of XML schemas. In this paper, we extend our previous work with inheritance modeling. Because
inheritance is common in XML schemas and conceptual models in general, its modeling is needed and makes our
conceptual model more usable in real world situations. There are two basic types of inheritance when it comes to
modeling: structural and conceptual inheritance. We discuss the diﬀerences and how these two types need to be
reﬂected in our model.
c© 2012 Published by Elsevier Ltd. Selection and/or peer-review under responsibility of [name organizer]
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1. Introduction
Today, XML is a standard for communication in various information systems and technologies like
web services, etc. A web service provides an interface composed of several operations and the structure
of incoming and outgoing messages is described in a form of XML schemas. Since the business evolves
in time the XML schemas need to be adapted too. A big help in this area can be the use of conceptual
modeling. In our previous work [1, 2, 3, 4], we introduced a framework for XML schema integration and
evolution based on our conceptual model for XML [5] and extended it with some real world usage scenarios.
The conceptual model supposes a set of XML schemas describing the same problem domain from diﬀerent
views. The central part of the framework is a conceptual schema of the problem domain. Each XML schema
is then mapped to the conceptual schema. We then use the mappings to evolve the XML schemas when a
change occurs, so the change is made only once at the conceptual level and then propagated to the aﬀected
XML schemas. We have implemented the conceptual model in our tool called eXolutio [6]. In [7] we
Email addresses: klimek@ksi.mff.cuni.cz (Jakub Klı´mek), necasky@ksi.mff.cuni.cz (Martin Necˇasky´)
Available online at www.sciencedirect.com
Open access under CC BY-NC-ND license.
Open access under CC BY-NC-ND license.
55 Jakub Kl´ımek and Martin Neˇcask´y /  Procedia Computer Science  10 ( 2012 )  54 – 61 
studied modeling of IS-A hierarchies in the ﬁrst version of our conceptual model which was based on ER
diagrams. In this paper, we extend our current conceptual model with inheritance constructs and a formal
description of the inter level mapping that keeps the model coherent and usable for change management.
We also take into account the two distinct views of inheritance as both conceptual modeling and structural
type reuse has a place in our model.
Motivation In general, we can distinguish two types of inheritance. The ﬁrst one is a so called structural
inheritance. This means that we only want to reuse a part of a schema for two diﬀerent concepts. For
example, we can have an address containing street name and country attributes. We want to use these
two attributes among others within a description of a customer and within a description of a letter. The
concept of a customer is in no conceptual relationship to the concept of a letter, except they both have an
address. This is similar to the concept of interfaces in modern programming languages like Java or C#. The
second type of inheritance is a so called conceptual inheritance. With this type of inheritance, the child also
inherits all the characteristics of the parent, but also they are in a conceptual relationship. For demonstration,
let us use a classical example from biology. As a parent, we have the concept of a mammal. As its children,
we can have a cat and a human. In this type of inheritance, being an instance of the child (a cat) also
implies being an instance of the parent (a mammal). This is in contrast with the structural inheritance,
where being a child (a country or a customer) does not imply being a parent (an address). Typically, in
conceptual modeling languages like UML, we ﬁnd support for the conceptual inheritance (generalizations)
and in data modeling languages like XML Schema we ﬁnd the structural inheritance (type extensions).
Because our model’s goal is to bridge the gap, we support both types of inheritance in an intuitive manner.
The reason for bridging the gap is that we use our model as a part of a larger framework for data and schema
evolution [8] incorporating more than just XML as a target platform. Because of this we chose UML class
diagrams as a platform-independent modeling language. However, on the platform-speciﬁc level, we need
do be able to model whatever the target language oﬀers. In XML, the XML Schema language oﬀers type
extension (structural inheritance) in contrast to the conceptual inheritance present in UML class diagrams.
Therefore, we need to support both types in out conceptual model.
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<purchaseRQ version="1.1.4.">
  <cust>
    <name>Jakub Kl mek</name>
    <email>klimek@ksi.mff.cuni.cz</email>
    <addr>
      <street>Malostransk  n  25</street>
      <city>Prague</city>
      <country>Czech Republic</country>
      <gps>50.088385,14.403629</gps>
    </addr>
  </cust>
  <items>
    <item tester="no">
      <code>IT1234</code>
      <title>Sample 4</title>
      <price>20 </price>
      <amount>4</amount>
    </item>
  </items>
</purchaseRQ>
(a) (b) (c)
Fig. 1. Sample PIM and PSM schema and an XML document modeld by the PSM schem
Outline The rest of the paper is organized as follows. In Section 2, we introduce our conceptual model
for XML and we extend it with the constructs for modeling of inheritance. Section 3 contains examples
of translation from our conceptual model to the XML Schema language. Section 4 surveys related work.
Finally, Section 5 contains a brief description of our evaluation and concludes.
2. Our Conceptual Model
In this section, we will introduce our conceptual model for XML and its inheritance extension. We
follow the Model-Driven Architecture (MDA) principle which is based on modeling data at several levels
of abstraction. The most abstract level contains a conceptual schema of the problem domain. The language
applied to express the conceptual schema is called platform-independent model (PIM). The level below is
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the platform-speciﬁc level which speciﬁes how the whole or a part of the PIM schema is represented in a
particular platform. In our case, the platform is XML.
2.1. Platform-Independent Model
A PIM schema is based on UML class diagrams and models real-world concepts and relationships
between them. It contains three types of components: classes, attributes and associations. A sample
PIM schema is in Figure 1(a).
Deﬁnition 2.1. A platform-independent (PIM) schema is a triple S = (Sc,Sa,Sr) of disjoint sets of classes,
attributes, and associations, respectively.
• Class C ∈ Sc has a name assigned by function name. For inheritance purposes, function isa as-
signs a parent class to a child class and the relation must not form a cycle. Furthermore, functions
abstract and ﬁnal determine whether the class can have instances in data and whether this class can
be inherited from, respectively.
• Attribute A ∈ Sa has a name, data type and cardinality assigned by functions name, type, and card,
respectively. Moreover, A is associated with a class from Sc by function class.
• Association R ∈ Sr is a set R = {E1, E2}, where E1 and E2 are called association ends of R. R has
a name assigned by function name. Both E1 and E2 have a cardinality assigned by function card
and are associated with a class from Sc by function participant. We will call participant(E1) and
participant(E2) participants of R. name(R) may be undeﬁned, denoted by name(R) = λ.
For a class C ∈ Sc, we will use attributes (C ) to denote the set of all attributes of C, i.e. attributes (C ) =
{A ∈ Sa : class(A) = C}. Similarly, associations (C ) will denote the set of all associations with C as a
participant, i.e. associations (C ) = {R ∈ Sr : (∃E ∈ R)(participant(E) = C)}.
2.2. Platform–Speciﬁc Model
The platform-speciﬁc model (PSM) enables to specify how a part of the reality is represented in a par-
ticular XML schema in a UML-style way. We introduce it formally in Deﬁnition 2.2. We view a PSM
schema in two perspectives. From the grammatical perspective, it models XML elements and attributes.
From the conceptual perspective, it delimits the represented part of the reality. Its advantage is clear – the
designer works in a UML-style way which is more comfortable then editing the XML schema. A sample
PSM schema is in Figure 1(b) and a corresponding valid XML document is in Figure 1(c).
Deﬁnition 2.2. A platform-speciﬁc (PSM) schema is a tuple S′ = (S′c,S′a,S′r,S′m,C′S′ ) of disjoint sets of
classes, attributes, associations, and content models, respectively, and one speciﬁc class C′S′ ∈ S′c called
schema class.
• Class C′ ∈ S′c has a name assigned by function name.
• Attribute A′ ∈ S′a has a name, data type, cardinality and XML form assigned by functions name, type,
card and xform, respectively. xform(A′) ∈ {e, a}. Moreover, it is associated with a class from S′c by
function class and has a position assigned by function position within the all attributes associated
with class(A′).
• Association R′ ∈ S′r is a pair R′ = (E′1, E′2), where E′1 and E′2 are called association ends of R′. Both
E′1 and E
′
2 have a cardinality assigned by function card and each is associated with a class from S′c or
content model from S′m assigned by function participant, respectively. We will call participant(E′1) and
participant(E′2) parent and child and will denote them by parent(R
′) and child(R′), respectively. More-
over, R′ has a name assigned by function name and has a position assigned by function position within
the all associations with the same parent(R′). name(R′) may be undeﬁned, denoted by name(R′) = λ.
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• Content model M′ ∈ S′m has a content model type assigned by function cmtype. cmtype(M′) ∈
{sequence, choice, set}.
The graph (S′c ∪ S′m,S′r) must be a forest1 of rooted trees with one of its trees rooted in C′S′ . For C′ ∈ S′c,
attributes (C′ ) will denote the sequence of all attributes of C′ ordered by position, i.e. attributes (C′ ) = (A′i ∈S′a : class(A′i) = C′ ∧ i = position(A′i)). Similarly, content (C′ ) will denote the sequence of all associations
with C′ as a parent ordered by position, i.e. content (C′ ) = (R′i ∈ S′r : parent(R′i) = C′ ∧ i = position(R′i)).
We will call content (C′ ) content of C′.
A sample PSM schema is depicted in Figure 1(b). As can be seen from the deﬁnition, PSM introduces
similar constructs to PIM: classes, attributes and associations. The PSM-speciﬁc constructs have precisely
deﬁned semantics. Brieﬂy, a class models a complex content. The complex content is speciﬁed by the
attributes of the class and associations in its content (their ordering is given by functions attributes and
content). An attribute models an XML element declaration with a simple content or XML attribute decla-
ration depending on its XML form (function xform). An association models an XML element declaration
with a complex content if it has a name. Otherwise, it models only that the complex content modeled by its
child is nested in the complex content modeled by its parent.
Sometimes, classes in one or more PSM schemas may share the same attributes and/or part of their
content. Instead of repeating them at several places, we can use inheritance. We need to be able to specify
that a class can reuse an already modeled part of a PSM schema. We distinguish two types of inheritance,
the structural and the conceptual.
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Fig. 2. Two inheritance types in PSM schemas
Structural inheritance For structural inheritance, we introduce a structural representative (repr) function.
This function speciﬁes that a PSM class C′ has a reference to another PSM class C′r. It means that the
complex content modeled by C′ contains all the attributes and content of C′ and all the attributes and
content of C′r. However, because this is structural inheritance, C′ can not be used where C′r is used. In
our visualization we write the name of the referenced class on top of the name of the referencing class. An
example can be seen in Figure 2(a). The example is from our motivation. In the PSM schema we model a
Customer and a Letter. Both of them use attributes of Address.
Conceptual inheritance Because of the nature of the structural inheritance which does not allow the usage
of a child where its parent is used, we need another construct for expressing the conceptual inheritance in
a PSM schema. For that, we introduce an isa function. This function speciﬁes that a PSM class C′ is an
conceptual inheritance child of another PSM class C′p. This also means that the complex content modeled
by C′ contains all the attributes and content of C′ and all the attributes and content of its parent, C′p, but in
addition, it means that wherever the content modeled by C′p is used, the content modeled by C′ can also be
used. In our visualization we use the usual inheritance arrow known from UML. An example can be seen
in Figure 2(b). In this example, we model a Customer who has an Address, but we do not mind which
particular address it is. Because there is conceptual inheritance between Address and BillingAddress
and between Address and ShippingAddress, the actual address used in the content of Customer (here
we again use the structural inheritance) can be any one of them. Formally:
1Note that since S′ is a forest, we could model R′ directly as a pair of connected components. However, we use association ends to
unify the formalism of PSM with the formalism of PIM.
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Fig. 3. PSM schemas for interpretation with inheritance examples
Deﬁnition 2.3. Let C′,D′ ∈ S′c and let repr∗(λ) = {} and repr∗(C′) = {repr(C′)} ∪ repr∗(repr(C′)) where
C′  λ. It must hold that C′  repr∗(C′). Let isa∗(λ) = {} and isa∗(C′) = {isa(C′)} ∪ isa∗(isa(C′)) where
C′  λ. It must hold that C′  isa∗(C′). In addition, repr and isa must not form a cycle when combined
(e.g. isa (C′) = D′ ⇒ repr(D’)  C′ in the simplest case). Formally, let isarepr∗(λ) = {} and isarepr∗(C′) =
{isa(C′)} ∪ isa∗(isa(C′)) ∪ {repr(C′)} ∪ repr∗(repr(C′)) where C′  λ. It must hold that C′  isarepr∗(C′).
2.3. Interpretation of PSM schema against PIM schema
A PSM schema represents a part of a PIM schema. A class, attribute or association in the PSM schema
may be mapped to a class, attribute or association in the PIM schema. In other words, there is a mapping
which speciﬁes the semantics of classes, attributes and associations of the PSM schema in terms of the
PIM schema. The mapping must meet certain conditions to ensure consistency between PIM schemas and
the speciﬁed semantics of the PSM schema. The interpretation of a PSM schema against a PIM schema
is what we call the mapping. It is the core feature of our conceptual model. It interconnects constructs on
the platform-speciﬁc level with those on the platform-independent level and allows for interesting use cases
for the conceptual model like XML schema evolution and integration [2, 4, 9]. An arbitrary interpretation
of a PSM component would, however, lead to inconsistencies between the semantics of the PIM schema
and the semantics of the PSM schema given by the interpretation. An example of such inconsistency can
be a class C′ such that I(C′) = C and its attribute A′ such that I(A′) = A in the PSM schema, while in
the PIM schema the attribute A would belong to a class other than C. Before we introduce the rules that
prevent those inconsistencies, let us deﬁne the notion of interpreted context of a PSM component which we
need for the rules. The PSM schema can contain some uninterpreted classes, attributes and associations.
This means that those have no meaning on the platform-independent level, but they are used in the XML
format. Deﬁnition 2.4 says that if a PSM component is a class and has an interpretation, then it is its own
interpreted context. The other components exist in a semantic context of the nearest ancestor class which
has an interpretation (semantic equivalent on the PIM level) and that class is their interpreted context.
In the next deﬁnition, we will use
−→Sr to denote the set of all PIM associations with their direction
speciﬁed (normally, they do not have direction).
Deﬁnition 2.4. An interpretation of a PSM schema S′ against a PIM schema S is a partial function I :
(S′c∪S′a∪S′r)→ (Sc∪Sa∪−→Sr) which maps a class, attribute or association from S′ to a class, attribute or
directed image of an association from S, respectively. Let X′ be a component of a PSM schema S′. We call
I(X′) interpretation of X′. Let I be an interpretation of S′ against a PIM schema S. The interpreted context
of X′ with respect to I is denoted intcontext(X′) and
• intcontext(X′) = X′ when X′ ∈ S′c and I(X′)  λ
• intcontext(X′) = C′ when X′  S′c or I(X′) = λ, where C′ is the closest ancestor class to X′ s.t. I(C′)
 λ.
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Note that intcontext(X′) may be empty, i.e. intcontext(X′) = λ. In that case we will say that X′ does not
have an interpreted context. This can happen when no class in a particular tree of the PSM schema forest
has an interpretation.
Deﬁnition 2.5. Let I be an interpretation a PSM schema S′ against a PIM schema S. Let C1  C2 be a
shortcut for C1 = C2 or C1 is an ancestor of C2 regarding inheritance in a PIM schema. We say that I is
consistent if the following rules are satisﬁed:
(∀A′ ∈ S′a s.t. I(A′)  λ)(intcontext(A′)  λ ∧ class(I(A′))  I(intcontext(A′))) (1)
(∀R′ ∈ S′r s.t. I(child(R′))  λ ∧ intcontext(R′)  λ)(I(R′) = (E1, E2) (2)
s.t. participant(E1)  I(intcontext(R′)) ∧ participant(E2)  I(child(R′)))
(∀R′ ∈ S′r s.t. I(child(R′)) = λ ∨ I(intcontext(R′)) = λ)(I(R′) = λ) (3)
(∀C′ ∈ S′c s.t. repr(C′)  λ ∧ I(C′)  λ)(I(C′)  I(repr(C′))) (4)
(∀C′ ∈ S′c s.t. isa(C′)  λ)(I(isa(C′))  I(C′)) (5)
(∀C′ ∈ S′c s.t. abstract(C′) = true)(abstract(I(C′)) = true) (6)
(∀C′ ∈ S′c s.t. ﬁnal(C′) = true)(ﬁnal(I(C′)) = true) (7)
The ﬁrst rule says that the interpretation (a PIM class) of an interpreted context (which is a PSM class) of
each attribute A′ that has an interpretation is the same as the attributes interpretations (a PIM attribute) class
(a PIM class). The second rule is similar, but for associations. The third rule says that if an association does
not have an interpreted context or its child is not interpreted, it is not interpreted either. Rule 4 states that two
classes involved in a structural inheritance relationship must have the same interpretation (as they share the
same content). Besides that, we need to take into account the possibility that the class from which we inherit
content and attributes may have conceptual inheritance children that may replace it. Finally, Rule 5 states
that if two classes are in an conceptual inheritance relationship in the PSM schema, their interpretations
must be the same or the parent’s interpretation must be an ancestor of the child’s interpretation in the PIM
schema. This is what we call an explicit inheritance, as we see the inheritance function in the PSM schema.
2.4. Conceptual model summary
In summary, the usefulness of our conceptual model for XML can be clearly seen when we, for example,
ask questions like ”In which of our hundred XML schemas used in our system is the concept of a customer
represented?” and ”What impact on my XML schemas would this particular change on the conceptual level
have?”. Even better, with our extensions for evolution of XML schemas [2, 4] we can make changes to
the PIM schema (e.g. change the representation of a customer’s name from one string to firstname and
lastname) and those changes can be automatically propagated to all the aﬀected PSM schemas. Thanks
to automated translations from PSM schemas to, for example, XML Schema and back [5], we can easily
manage a whole system of XML schemas from the conceptual level all thanks to the interpretations. These
extensions, however, are not trivial and are not in the scope of this paper, where we only deal with modeling
of inheritance. In addition, the conceptual model can serve as a quality documentation of the XML schemas,
because it is clear to which concepts individual schema parts relate. Also, it would be possible to generate
a clickable HTML documentation of a system modeled in eXolutio. With the model, it is also much easier
and faster to grasp a system of multiple XML schemas when, for example, negotiating interfaces between
two information systems.
3. Example of translation of inheritance to XML Schema
In this section, we will very brieﬂy sketch how the new inheritance constructs can be translated to
XML Schema language using a few examples. This is, of course, very much dependent on the chosen style
of writing an XML schema. In our future work, we will focus on enhancing our PSM schema with user-
deﬁned markers which will help us to automatically determine the desired XML schema style. We also show
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some limitations when using the XML Schema language. There are several scenarios. As a ﬁrst example, we
use the structural inheritance as in Figure 2(a), class C Address to reference the Address class. In this case,
Address would be translated to the attributeGroup construct. This is because it is a root of the PSM schema
and it has no named association leading to it, so it does not model an element. The attributeGroup would then
be referenced from the complexType modeled by Customer. In our second example, we use the conceptual
inheritance as in Figure 3(c). In this case, the child complexTypes GlobalAddress and ShippingAddress
will use the extension construct to extend the Address complexType. Now the element modeled by the
named association address will have the Address type, which makes it possible to substitute it with
GlobalAddress or ShippingAddress types. The problem with XML Schema language and inheritance
is that for our situation to work, we must explicitly mention the used datatype directly in the data using the
XML Schema Instance construct xsi:type, which is very inconvenient because we would like to keep the data
unchanged. The solution could be for example to use another XML schema language like Relax NG. Note
that the abstract and ﬁnal constructs have their respective counterparts in the XML Schema language and
their translation is straightforward.
4. Related work
There exist various XML schema languages, e.g. DTD, XSD or Relax NG for speciﬁcation of XML
schemas. However, these languages are not very user-friendly and each of them has a diﬀerent level of
expressiveness. In particular, support for inheritance is only present in XML Schema. Therefore, various
approaches for designing XML schemas at more abstract, conceptual level were introduced. In comparison
to our introduced approach, none of the approaches considers a formal binding between XML schemas
and conceptual schemas like our interpretation. They only show how a conceptual schema is translated
to an XML schema or vice versa but they do not consider the case when more XML schemas need to
be designed which is the motivation for our conceptual model. For the same reason the approaches have
limited capabilities when it comes to modeling conceptual and structural inheritance. In majority of cases
the authors do not consider inheritance at all or they do it only superﬁcially. The top-down approaches are
based on designing ﬁrst a conceptual schema and then its translation to one or more XML schemas. There
are approaches based on the ER model (see our survey [10] or a more recent survey [11]) and then there are
approaches based on the model of UML class diagrams (see surveys [12, 13]). The bottom-up approaches
consider existing XML schemas and use them to derive a conceptual schema. Again there are approaches
considering the ER model [14] or UML class diagrams [15]. There is also a recent survey of them in [16].
The common characteristic is that the approaches force a designer to model an XML schema directly in
(or import it to) the ER/UML diagram. This can be a disadvantage because the designer must concentrate
on XML speciﬁc implementation details at the conceptual level. Another problem is that these approaches
consider design of only a single separate XML schema but not a set of XML schemas that describe XML
representations of the same data in diﬀerent types of XML documents.
The approaches brieﬂy considering inheritance are [17, 18] but only in [19] the authors go into more
detail and also show some limitations of the XML Schema language. However, they still model XML
schema structure and semantics in one schema, which is not good enough as we showed in [5].
5. Evaluation and Conclusion
We implemented the inheritance extension in our tool eXolutio [6] and evaluated it as we modeled a
medium-sized family of XML schemas of the Data Standard for eHealth in the Czech Republic (DASTA)2.
Due to lack of space we only summarize our results. The PIM schema contained more that 70 classes,
100 associations including conceptual inheritance relations and hundreds of attributes. Mapped to the PIM
schema were 12 XML formats (PSM schemas). Our approach improved the speed with wich programmers
2http://ciselniky.dasta.mzcr.cz/ (in Czech only)
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were able to orientate themselves in the schemas and it also helped in revealing inconsistencies in the XML
schemas.
In this paper, we summarized our previous work on a conceptual model for XML and we introduced
an inheritance extension to it. We showed how inheritance can be modeled on a platform-independent and
platform-speciﬁc levels and we show how the constructs can be translated to the XML Schema language.
We surveyed work related to conceptual modeling of XML in general.
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