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 Arquitectura de microservicios en un sistema 
de reserva de hoteles 
Marc Espinosa Ibañez 
Resumen— En este artículo se presenta el proceso realizado para construir un sistema de reserva de hoteles 
hecho con la arquitectura de microservicios. La finalidad es crear un sistema bien implementado para poder 
comparar las características de éste con las que suele tener una aplicación monolítica. El resultado de este pro-
yecto, determina que ninguna de las dos estructuras es mejor una ante la otra, ya que la necesidad que tenga el 
cliente con la aplicación va a determinar cual escoger y cual descartar. En el caso de ser una aplicación muy 
pequeña sin perspectiva de un crecimiento en el futuro ni modificaciones, la elección más óptima es una estruc-
tura monolítica. Por el contrario, si la previsión es añadir más funcionalidades y adaptaciones con otros siste-
mas, la decisión es la arquitectura en microservicios. El motivo es que con la primera arquitectura los costes en 
todos los sentidos son bajos y se implementa de una forma más rápida a corto plazo, y con la segunda pasa 
justamente lo contrario. Por tanto, la major manera de sacar el máximo rendimiento a los microservicios es en 
grandes aplicaciones, ya que todo esfuerzo y coste realizado desde el principio va a permitir traducirlo directa-
mente en beneficios en un futuro. 
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Abstract— The next article presents the process followed for the construction of a booking hotel system made 
with the microservices architecture. The final goal is to achieve a well-implemented system that will allow us to 
compare its physiognomies with the ones that use to have a simple monolithic system. To conclude, the final 
result of this project determines that any structure is useful; thus, both will depend on the necessity of the cus-
tomer. On the one hand, if we are asked for a small application without growing perspective and any modifica-
tions, the best option is a monolithic architecture. On the other hand, if we forecast to add more features and 
updates with other adaptations, we are choosing the microservices structure.The main reason is about general 
costs. While we have low cost and faster implementation in the first architecture, we have different properties in 
the second structure. All in all, the best way to achieve the maximum profit by using microservices is in big appli-
cations due to the high future earnings that we will get after the effort expended. 
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——————————      —————————— 
1 INTRODUCCIÓN
a informática comenzó en enero del año 1975 con 
la primera computadora personal llamada Altair 
8800[1]. A día de hoy,  los ordenadores se han conver-
tido en equipos modulares, constituidos por diferentes 
componentes, que permiten a una parte de usuarios 
desarrollar con ellos aplicaciones y programas y a la 
otra usar dichas aplicaciones para un uso personal, 
corporativo o estudiantil. 
Este marco evoluciona continuamente permitiendo la 
creatividad de muchos desarrolladores para aplicar 
soluciones a ciertas necesidades de negocio o de 
interés común. Una de los puntos más importantes del 
desarrollo es la arquitectura y los patrones para un 
funcionamiento y rendimiento óptimos [2]. 
Un taller de arquitectos de Venecia en mayo de 2011, 
usó el término “microservicio” a una arquitectura que 
habían explorado y que posteriormente decidieron 
llamar “microservicios” ya que era, a su parecer, lo 
más apropiado. James Lewis y Fred George presenta-
ron algunas ideas en un estudio de caso, pero fue 
Adrian Cockcroft (en Netflix) el pionero en el estilo a 
escala web junto con Joe Walnes, Dan North, Evan 
Bottcher y Graham Tackley [3]. El Dr. Peter Rodegers 
introdujo el término “Micro-Web-Services” en la confe-
rencia Web Services Edge en 2005 [3].  
Esta arquitectura consiste en fragmentar la aplicación 
o sistema en diferentes módulos, llamados servicios. 
Dichos servicios actúan de forma independiente unos 
con otros y se nutren entre ellos en caso de necesitar-
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lo. Por el contrario, tenemos la arquitectura monolítica 
donde todo el proyecto contiene todo, cosa que provo-
ca que los cambios afecten a la mayoría de los ele-
mentos. 
Este proyecto pretende implementar un sistema de 
reserva de hoteles haciendo uso de una arquitectura 
en microservicios con las mejores prácticas, para po-
der ejemplificar de manera real como son los sistemas 
con esta estructura. La finalidad de todo esto es de-
terminar si hacer uso de esta estructura es en todos 
los casos la mejor opción y conseguir un sistema ver-
sátil, ya que puede estar hecho en diferentes lengua-
jes (pese a que únicamente se haga en Java), que sea 
más fácilmente escalable en comparación con una 
aplicación monolítica y que su mantenimiento sea 
menos costoso, ya que las modificaciones no tienen 
por qué afectar.  
 
1.1 Definiciones, acrónimos y abreviaciones 
Esta sección presenta un listado de definiciones, acró-
nimos y abreviaciones que se utilizan a lo largo del 
documento: 
 
1. Microservicios: unidades funcionales concre-
tas e independientes, que trabajan juntas para 
ofrecer la funcionalidad general de una  apli-
cación [4]. 
2. AWS: es un conjunto de herramientas y servi-
cios de cloud computing de Amazon [5]. 
3. Escalabilidad: Aumento de la capacidad de 
trabajo sin comprometer el funcionamiento y la 
calidad del sistema [6]. 
4. Elasticidad: Es la capacidad de ampliar o re-
ducir rápidamente los recursos informáticos de 
procesamiento, memoria y almacenamiento 
para satisfacer demandas variables sin tener 
que preocuparse por planear y preparar la ca-
pacidad para períodos de uso máximo [7]. 
5. Endpoint: El punto final del servicio web des-
cribe el punto de contacto para un servicio [8].  
2 ESTADO DEL ARTE 
Existen grandes empresas que ofrecen una gran can-
tidad de servicios y presentan una arquitectura monolí-
tica. Esto supone un problema a la hora de escalar, ya 
que es muy costoso porque se tiene que hacer como 
un todo. Es por eso, que compañías como Netflix, que 
dispone de una gran cantidad de recursos, ha migrado 
sus sistemas a microservicios en la nube con AWS. El 
proceso ha tardado 7 años, pero las ventajas obteni-
das han sido los siguientes [9]: 
 Aumento de la disponibilidad a nivel global. 
 Gran elasticidad que ha permitido añadir ser-
vidores virtuales y petabytes de espacio de 
almacenamiento en minutos. 
 Incremento en la escalabilidad. 
 Reducción de costes por streaming en la nube 
menores que en el centro de datos. 
 Más fácilmente escalable debido al cambio de 
una aplicación monolítica a cientos de micro-
servicios. 
En la figura 1, la imagen de la izquierda (estructura 
monolítica) y derecha (arquitectura en 
microservicios) están divididas en tres partes: 
1. Interfaz del usuario. 
2. Funcionalidades de la aplicación. Se encarga 
de realizar las acciones que hace el usuario a 
partir de la interfaz y conecta con la base de 
datos en caso de necesitarlo. 
3. Base de datos. Sistema de almacenamiento 
de datos. 
3 OBJETIVOS 
3.1 Objetivo general 
El objetivo general de este proyecto es crear un siste-
ma de reserva de hoteles con una arquitectura de 
microservicios. El sistema estará formados por tres 
modulos que serán proyectos independientes: Hotels-
Booking, Login y Ratings. Tendrá test unitarios y una 
interfaz con Swagger para poder probar los diferentes 
servicios implementados. 
3.2 Objetivos específicos 
Los objetivos específicos del proyecto son los siguien-
tes, ordenados por orden de prioridad descendiente: 
1. Crear el sistema en dos meses. 
2. Generar el sistema separado en módulos. 
3. Implementar servicios independientes en cada 
módulo. 
4. Conseguir un sistema más fácilmente escalable 
que una aplicación monolítica. 
5. Crear una aplicación más limpia y fácil de man-
tener. 
6. Implementar test en los servicios. 
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4   FASES DEL PROYECTO 
4.1 PLANIFICACIÓN 
En la figura 2 se muestran el cronograma de la reali-
zación de este proyecto: 
4.2 FASES 
Durante el desarrollo del proyecto se puede observar 
las siguientes fases: 
 
1. Diseño de la base de datos: Básicamente se 
realizará un diagrama UML con las clases y 
atributos necesarios para el buen funciona-
miento de la aplicación. 
2. Implementación de la base de datos: Con el 
diagrama UML se tendrán que crear los scripts 
SQL para que se ejecuten al poner en marcha 
la aplicación. 
3. Implementación del módulo “Booking”: Se 
implementará este módulo con las funcionali-
dades básicas de reservar, cancelar, modificar 
y eliminar reserva. 
4. Implementación del módulo “Login”: Se 
implementará  el módulo de login de un usua-
rio. 
5. Implementación del módulo “Ratings”: Va-
loraciones que hará el usuario una vez haya 
acabado su reserva. 
6. Test unitarios: Se realizarán los test unitarios 
de cada módulo independiente. 
7. Swagger UI: Se implementará y probará el 
funcionamiento de la aplicación con Swagger 
UI que permite testear los enpoints y ver el 
output de cada uno de ellos. 
En la figura 3 se muestra la apliación resultante una 









5.1 Requisitos funcionales 
En la siguiente tabla se muestran los requisitos funcio-
nales: 
 
ID Requisitos funcionales Prioridad 
RF1 Un usuario tiene que poder regis-
trarse 
Baja 
RF2 El usuario debe poder hacer una 
reserva. 
Alta 
RF3 El usuario debe poder cancelar 
una reserva. 
Alta 
RF4 El usuario debe poder modificar 
una reserva. 
Media 
RF5 El usuario debe poder buscar 
hoteles aplicando algún filtro. 
Media 
RF6 7. Se deber crear una base de 
datos particular por cada módulo 
implementado. 
Alta 
RF7 8. Se debe implementar test Baja 
5.2 Requisitos no funcionales 
Los requisitos no funcionales son: 
 
ID Requisitos no funcionales Prioridad 
RF1 Los endpoints deben poder ser 




RF2 Cada módulo debe ser inde-
pendiente uno del otro 
Alta 
RF3 El sistema debe comunacarse 
con una base de datos MySQL 
Media 
RF4 La aplicación  debe funcionar 
en Windows 
Alta 
RF5 Las peticiones de hagan en 
menos de 1 segundo 
Baja 
RF6 Los módulos deben estar pro-
gramados en Java 
Media 
RF7 En caso de que un módulo 






































La configuración de cada uno de los módulos se defi-
ne en el archivo pom.xml. Cada proyecto Maven se 
configura añadiendo las dependencias con las diferen-
tes API que se van a utilizar. En primer lugar, la confi-
guración se ha realizado con “https://start.spring.io/”, 
que es un generador rápido de proyectos de Spring 
donde se pueden elegir las dependencias (según las 
que se necesiten). Los tres diseños contienen las si-
guientes dependencias: 
 
 mysql-connector-java: Conectar la aplicación 
con la base de datos MySQL. 
 
 junit-dep: Se utiliza para realizar pruebas uni-
tarias en Java. 
 
 spring-boot-starter-tomcat: Proporciona va-
lores por defecto útiles de Maven. También 
ofrece una sección de administración de 
depndencias. 
 
 spring-boot-starter-test: Utilizado para pro-
bar aplicaciones Spring Boot con bibliotecas 
como JUnit, Hamcrest y Mockito. 
 
 spring-boot-devtools: Ofrece características 
adicionales de tiempo de desarrollo. 
 
 spring-boot-starter-web: Utiliza Tomcat co-
mo el contenedor embebido predeterminado. 
 
 Modelmapper: Facilita el mapeo de objetos. 
 
 
 spring-boot-starter-data-jpa: Facilita la im-







A continuación en la figura 4 se puede visualizar la 
configuración del archivo application.properties que 
contiene cada módulo del sistema. En este archivo se 
configuran la diferentes properties con los valores 
específicos: 
 
En el apartado “Server” comentado en el código de la 
ilustración 4, se especifica el puerto en el que Spring 
levantará el proyecto con la property: “server.port”. En 
“Applications” se define el nombre de la aplicación y 
en “Datasource” se establecen los campos necesarios 
para realizar la conexión a la base de datos. Por últi-
mo, en “JPA” se define el tipo de base de datos y 
“spring.jpa.show-sql = true” que permite ver las consul-
tas SQL generadas automáticamente y el orden que 
se ejecutan con fines de depuración.  
5 BASE DE DATOS 
Las bases de datos MySQL se han realizado junto con 
los scripts respectivos. Los diseños son lo siguientes: 
 
 
En la figura 5, se muestra el modelado UML de la base 
de datos de “Ratings”, que contiene toda la informa-
ción relacionada con las valoraciones de una reserva. 
Las entidades son las siguientes: 
 
 Ratings: Corresponde a las valoraciones del 
usuario sobre una reserva una vez realizada 
(la puntuación es de 1-5). Los atributos son un 
mensaje, el usuario que realiza la puntuación, 
la reserva sobre la que se hace y los puntos. 
 
 Messages: Entidad que contiene el mensaje 

































Figura 5: diagrama de la base de datos ratings 
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En la figura 6 se muestra el modelado UML de la base 
de datos de “Login”, que contiene toda la información 
relacionada con el usuario. En este diseño tenemos 
las siguientes entidades: 
 
 Users: Es la tabla principal de esta base de 
datos. Contiene los datos que necesitamos del 
usuario como el estado (activado o deshabili-
tado), su registro asociado, el rol, nombre de 
usuario, contraseña, nombre, apellidos, núme-
ro de teléfono y correo. 
 
 Registers: Corresponde al registro de un 
usuario. En esta entidad guardaremos los 
campos de nombre de usuario, la contraseña, 
la contraseña repetida, el nombre, apellidos, 
número de teléfono y correo. 
 
 Roles: Corresponde al rol que tendrá el usua-
rio. En el caso de esta aplicación no habrá dis-
tinción de rol pero está hecha pensando en un 
futuro. 
 
 State: Hace referencia al estado en el que se 
encuentra un usuario. Si está habilitado o des-
habilitado. En esta tabla guardamos el nombre y 











Por último, en la figura 7, se muestra el modelado UML 
de la base de datos de “HotelsBooking”, que contiene 
toda la información relacionada con las reservas: 
Como se puede observar en este diseño tenemos las 
siguientes entidades: 
 
 Rooms: Entidad que define una habitación, a 
la cual le corresponden atributos como capa-
cidad, precio, descripción y disponible (valor 
booleano) que determinara si la habitación es-
tá disponible o no. Además, tenemos como 
claves foráneas la id del hotel y tipo de habita-
ción (normal, especial…). 
 
 Bookings: Corresponde a una reserva y con-
tiene los datos como precio total, fecha de 
inicio y fin, estado y descripción. Además tam-
bién se guarda como clave foránea el id del 
usuario (vendrá dado por el módulo de login), 
estado de la reserva y la habitación a la que 
corresponde. 
 
 Hotels: Entidad que define un hotel. Está for-
mada por un nombre una dirección y una di-
rección como clave foránea. 
 
 Address: Entidad que corresponde a una di-
rección (los hoteles estarán distribuidos en 
distintos sitios). Los atributos que la forman 
son la ciudad, el código postal y una dirección. 
 
 Type: Entidad que define el tipo de habitación 











































Figura 7: diagrama de la base de datos hotelsbooking 
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 Status: Define el estado en el que está la reser-
va. Guarda el nombre del estado  (Reservado, 
cancelado y disponible) y la descripción. 
6 MAPEO 
El mapeo de las con Hibernate, una solución para aplica-
ciones Java que permite realizar el mapeo de objetos 
sobre una base de datos relacional mediante anotaciones 
[10].  Para realizar este proceso, se especifican los cam-
pos (para la obtención de datos) junto con las relaciones. 
 
En las figuras 8 y 9 se muestra el mapeo de las entidades 
“Booking” y “Type” como ejemplo, ya que se ha realizado 

















Por otro lado, se han creado los repositorios de cada 
clase con JPA, que será la manera de hacer las que-
ries a base de datos. JPA ya establece unos patrones 
predeterminados que podemos ver en su documenta-
ción de cómo obtener los datos. En caso de querer 
hacer una query muy concreta, también se pueden 
realizar unas específicas. 
 
En las figuras 10 y 11 se pueden observar las clases 
de tipo interfaz que conectan la clase Java con la enti-
dad MySQL. De esta manera se realizada la conexión 
para la obtención de datos de la base de datos: 
Siguiendo la documentación de JPA, se han creado las 
queries necesarias para cumplir con el funcionamiento 





































































Figura 9: Mapeo de la clase “Booking” 
 
 
MARC ESPINOSA IBAÑEZ: ARQUITECTURA DE MICROSERVICIOS: SISTEMA DE RESERVA DE HOTELES 7 
 
 
- findByRoom: Se obtiene un listado de reservas 
que se han hecho de una habitación. 
 
- findByRoomAndStartDateBetween: Se obtie-
ne una reserva específica de una habitación con 
una fecha inicio y fin establecida. 
 
- findById: Se obtiene una reserva a partir de un 
id. 
7 SERVICIOS E IMPLEMENTACIONES 
Se han creado las interfaces de los servicios junto con 
las implementaciones. En la figura 12 se puede ver la 
declaración de los servicios y en la figura 13 la imple-
mentación de los mismos.   
En la implementación del servicio “book” se usa un 
objeto ModelMapper que se encarga de cargar las 
entidades que provienen de base de datos a un objeto 
(también se puede hacer viceversa), siempre y cuando 
las variables de este objeto tengan el mismo nombre 
que el nombre de la variable en la entidad. De esta 
manera se ahorra el uso de los get y los set de los 
objetos y el código queda más limpio. 
En la arquitectura de microservicios este es el patrón a 
seguir a la hora de crear un servicio, primero se decla-
ran en la interfaz y después se implementa con los 
métodos que se consideren necesarios. 
  
En la ilustración 11, se hace uso de la anotación 
@Autowired, la cual inyecta las clases y nos permite 
hacer uso de ellas: 
 
- BookingRepository. Es el repositorio corres-
pondiente a este servicio y por eso se inyecta 
de forma directa (para poder hacer uso de los 
métodos necesarios para acceder a los datos 
de la base de dates).  
 
- RoomService y StatusService. Son los ser-
vicios de las clases Status y Room. 
Cabe destacar, que cada servicio tiene su propio repo-
sitorio y es solo el propio servicio el que puede acce-
der a su repositorio. En caso de necesitar algún dato 
de otro repositorio, se creará un método en el otro 
servicio, ya que ese servicio en concreto si tendrá 
acceso al repositorio, para obtener ese dato y enviár-
selo al servicio que lo necesite. Este el motivo por el 
cual se ha realizado un @Autowired del servicio y no 
del repositorio. 
8 CONTROLADORES 
Una vez creado el servicio y la implementación, se 
crea el controlador que será el encargado de dar visi-
bilidad a frontend sobre las funcionalidades o servicios 
que proporciona la API. En la figura 14, que se mues-
tra a continuación se pueden observar los distintos 
controladores del servicio BookingService: 
 Siguiendo el patrón realizado con los servicios, (pri-
mero crear la interfaz y posteriormente la clase que los 
mplementa), se ha creado BookingController donde se 
encuentra la declaración de los controladores y Boo-
kingControllerImpl donde se puede ver el funciona-
miento. 
 
Como se puede observar en la imagen anterior, los 
controladores reciben objetos Rest (formato JSON), 
que contienen la información que necesitará el servicio 
para realizar la función para la que ha sido diseñado. 
 








































Figura 14: Controladores del servicio “BookingService” 
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observar en la imagen anterior que todos los métodos 
devuelven un HotelsBookingResponse. En la figura 15 
se muestra su contenido:  
En la imagen se pueden observar las variables status, 
code y message que contendrán diferentes valores, 
según si se ha ejecutado el servicio de manera correc-
ta o ha habido algún inconveniente. La variable data 
contiene la información de backend que se quiere 
transmitir. Está hecho para que se le pueda pasar 
cualquier objeto, de esta manera podemos devolver 
diferentes Rest según el servicio. El servicio de Boo-
king devolverá un BookingRest, el de Status un Sta-
tusRest… De esta manera se evita tener que declarar 




En la figura 16 se visualiza la configuración necesaria 
para crear los endpoints haciendo uso de la API de 
Swagger: 
Al estar situada la clase “HotelsBookingApplication” fuera 
de cualquier paquete, cuando se ejecuta el sistema, se 
escanean todos los paquetes y sus contenidos. Con la 
anotación de @Configuration se le está comunicando a 
Spring que esta es una clase de configuración. 
8.2 Uso 
Una vez configurado el swagger y los módulos están 
implementados, se ejecuta la aplicación, en la figura 17 
se muestra el resultado con los endpoints del módulo 
“HotelsBooking”: 
 
Se pueden observar en la ilustración anterior los diferen-
tes controladores que llaman a los respectivos servicios. 
Con esta interfaz, se pueden probar los servicios imple-
mentados y ver los resultados. En las siguientes image-
nes, figuras 18 y 19, se hará una demostración realizan-













































































Figura 15: Clase genérica HotelsBookingResponse  
“BookingService” 
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En este caso la reserva se ha realizado correctamen-
te. Como se puede observar en la figura 19, se de-
vuelve un código 200 y en la variable data del JSON la 
reserva generada junto con el precio que tiene. A con-
tinuación, se comprueba en la base de datos que 
realmente se haya creado un nuevo registro, en la 
figura 20 se muestra el resultado: 
9 PROBLEMAS ENCONTRADOS 
Los problemas más importantes que he encontrado 
han sido sobre todo a nivel de configuración. He esta-
do varios días para configurar el Swagger debido a 
que no me funcionaba, el problema fue que el archivo 
de ejecución de la aplicación lo tenía dentro de un 
paquete, por tanto, al levantarse la aplicación y hacer-
se el escaneado de paquetes no lo detectaba. La so-
lución fue ponerlo fuera (que es como se tiene que 
hacer siempre). También he descubierto otra posibili-
dad, Spring tiene una anotación (@Configuration) 
que permite especificar el path del paquete donde se 
encuentra los archivos de configuración. Esta segunda 
alternativa no es tan buena como la primera ya que se 
carga la cabecera del main, ya que de igual manera se 
especifica dónde está el paquete de configuración se 
pueden concretar muchos más paths. De esta forma 
haría que se quedase un código muy cargado cuando 
Spring lo puede hacer automáticamente. 
 
Otros problemas relacionados con la configuración 
han sido las anotaciones. Alguna vez me he dejado 
alguna, pero gracias a los Loggs que salen por conso-
la cuando se levanta la aplicación he conseguido de-
tectar el lugar. 
 
A la hora de hacer el mapeo de la entidades, he tenido 
errores en hacer alguna relación que he conseguido 
solventar mirando ejemplos en internet. 
 
Otros problemas surgidos han sido las peticiones he-
chas a base de datos que según como construyera el 
método no me dejaba realizarlas. Mirando detallada-
mente la documentación de Hibernate y probando en 
una base de datos test encontré los patrones a seguir 
según la información que quisiera obtener en ese mo-
mento. 
10 CONCLUSIONES 
En este punto del trabajo podemos sacar diversas 
conclusiones de la arquitectura en microservicios. 
La primera conclusión es un gran incremento en la 
dificultad tanto en el diseño de la solución como en la 
implementación en comparación con una aplicación 
monolítica. Los motivos son simples, al tener todo en 
distintos módulos y tantas capas, tiene que hacerse 
una sincronización correcta para que cada una reciba 
y envíe los datos que necesite en el formato correcto. 
Por el contrario, es necesario destacar que dicha 
complejidad una vez implementado se reduce. Esto es 
gracias a las separaciones hechas que permite crear 
todo lo que se necesite de manera muy simple, que 
permite ahorrar tiempo al no tener que buscar donde 
está todo (porque sigue un patrón) y el flujo de la apli-
cación.  
En consecuencia de todo esto, la segunda conclusión 
es la facilidad para hacer modificaciones y la claridad 
del código. En el caso de haberse realizado este pro-
yecto con una estructura monolítica, el resultado se-
rían clases interminables con muchas llamadas entre 
ellas. El hilo de ejecución hubiese sido muy difícil de 
detectar, así como los errores. 
Ante todas estas ventajas que ofrecen los microservi-
cios, existe la pregunta de si es la mejor opción para 
cualquier aplicación. En mi opinión la respuesta sería 
negativa, ya que todo lo bueno que te puedan propor-
cionar los microservicios depende mucho de lo que se 
necesite, del futuro de la aplicación (si se expandirá) y 
del coste. En caso de necesitar una aplicación simple 
y que se conozca que con el tiempo no va a cambiar 
mucho, sin dudarlo optaría por una aplicación monolí-
tica, ya que el tiempo, coste y esfuerzo que implica es 
mucho menor. En el caso opuesto de querer hacer una 
aplicación que con el paso del tiempo se vayan aña-
diendo diferentes funcionalidades y componentes, 
optaría por los microservicios, ya que el esfuerzo, 
tiempo y coste adicional en un principio se vería amor-
tizado en el futuro. 
Respecto a los objetivos establecidos para este pro-
yecto se han conseguido cumplir casi todos. La aplica-
ción se ha realizado en el periodo establecido, esta 
separado en módulos totalmente independientes cada 























Figura 19: Respuesta de la petición de reserva 
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ción es mas fácilmente escalable ya que al ser cada 
proyecto independiente, se puede escalar según la 
demanda, es decir, los más usados escalaran más que 
los que no. La aplicación es más limpia que hubiese 
sido en una aplicación monolítica debido a la separa-
ción realizada de las distintas capas. Finalmente, han 
faltado los test unitarios pese a que se han probado 
los servicios. 
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