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Prvńı část práce popisuje kompletńı funkcionalitu aplikace SQL Tester a také návrh da-
tového modelu. SQL Tester je aplikace pro podporu předmětu Databázové sytémy na
Technické univerzitě v Liberci. Automatizuje kotrolu SQL dotaz̊u a t́ım šetř́ı učitel̊um čas
a student̊um nab́ıźı možnost testovat své znalosti. Druhá fáze zabývaj́ıćı se implementaćı
kombinuje popis technologíı s jejich konkrétńım využit́ım v aplikaci. Vzhledem k tomu, že je
aplikace postavena nad Oracle databáźı a Java EE frameworky, jsou zde uvedeny např́ıklad
technologie Spring, Java Persistence API, JavaServer Faces, PrimeFaces a mnoho daľśıch.
Rovněž je zde popis zvolené architektury a zabezpečeńı aplikace. V posledńı třet́ı fázi práce
seznamuje s testováńım aplikace v reálném provozu a s funkčńımi testy.
Kĺıčová slova
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Abstract
The first part of the work introduces the complete functionality of the SQL Tester ap-
plication and its data model. SQL Tester supports the Database Systems course at the
Technical University of Liberec. It automatically checks SQL queries. The second imple-
mentation part combines the general descriptions of chosen technologies with the expla-
nation of their particular use in the SQL Tester application. As the application is built
on Oracle database and Java EE frameworks we discuss here, among other, technologies
such as Spring, Java Persistence API, JavaServer Faces, PrimeFaces as well as the overall
architecture and security issues. The functional testing and real traffic tests are described
in the last third section.
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1.1 Ćıle práce . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 12
2 Návrh aplikace 13
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3.4 Vytvořeńı Maven projektu . . . . . . . . . . . . . . . . . . . . . . . . . . . 18
3.5 Verze knihoven . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 18
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Svou bakalářskou praćı navazuji na ročńıkový projekt, ve kterém jsem se seznámil s da-
tabáźı Oracle a základńımi prvky jazyka Java EE, jako jsou Java Servlets a JSP (JavaServer
Pages), za účelem vytvořeńı aplikace SQL Tester. Také jsem se zabýval možnostmi validace
a verifikace SQL dotazu. Technologie Java Servlets a JSP se ovšem v praxi už jistou dobu
nevyuž́ıvaj́ı. Během posledńıch let vzniklo nad těmito technologiemi několik framework̊u,
bez nichž se dnes téměř neprogramuje. Proto jsem se ve své bakalářské práci zaměřil
zejména na ně. Nicméně si mysĺım, že je dobré znát i technologie pod těmito frameworky.
Využil jsem tedy tuto práci, abych obohatil své znalosti o moderńı technologie, které
se v praxi využ́ıvaj́ı a v budoucnu bych se jimi rád zabýval. Druhá motivace je vytvořeńı
užitečné aplikace, která pomůže student̊um a usnadńı práci učitel̊um. Podobnou aplikaci
lze nalézt na stránkách [9], ovšem je integrována v portále s online vzdělávaćımi kurzy.
Při vývoji aplikace jsem využil inkrementálńıho př́ıstupu metodiky vývoje softwaru.
Tento zp̊usob vývoje spoč́ıvá v definováńı požadavk̊u, návrhu struktury a vývoji samo-
statných funkčńıch část́ı aplikace. Po vytvořeńı každé části jsem danou funkcionalitu kon-
zultoval s vedoućı práce. Výhodou tohoto př́ıstupu je jednodušš́ı reakce na př́ıpadné změny.
Práci jsem rozdělil do tř́ı část́ı. Do prvńı části jsem zařadil návrh aplikace a zvolenou ar-
chitekturu. V druhé části se zabývám implementaćı aplikace. Zde každou kapitolu zač́ınám
popisem technologíı a konč́ım jejich konkrétńım využit́ım v aplikaci. Ve třet́ı části pak popi-
suji zp̊usob testováńı funkčnosti aplikace. U závěrečných praćı, které se týkaj́ı informačńıch
technologíı a zejména vývoje softwaru, je běžné psát práci kombinovaně. Takto strukturo-
vaná práce se i lépe čte, protože po seznámeńı s technologíı následuje jej́ı konkrétńı využit́ı.
K tomuto zp̊usobu členěńı práce jsem dospěl po konzultaci s vedoućı práce.
1.1 Ćıle práce
• Seznámit se s frameworky pro vývoj webových aplikaćı v Java EE.
• Vytvořit aplikaci pro testováńı SQL dotaz̊u.
• Zabezpečit aplikaci.
• Zvolit vhodný zp̊usob autentizace a autorizace uživatel̊u.




2.1 Jaký problém aplikace řeš́ı?
Učitelé často na cvičeńıch a u zkoušek v rámci předmětu Databázové systémy vyžaduj́ı
po studentech psańı SQL dotaz̊u. SQL je jazyk pro komunikaci s relačńımi databázemi.
Ve chv́ıli, kdy jsou dotazy složitěǰśı a student̊u je hodně, je pro učitele manuálńı kontrola
správnosti dotazu poměrně časově náročná. Současný stav dokonce vypadá tak, že učitelé
některé dotazy ručně přepisuj́ı a spouštěj́ı na vlastńı databázi. Aplikace tedy tuto kontrolu
automatizuje a usnadńı učitel̊um práci. Z malé rešerše vyplynulo, že každý semestr ušetř́ı
učitel̊um přes 20 hodin. Nav́ıc umožńı procvičovat SQL dotazy se studenty častěji.
2.2 Základńı požadavky zadavatele
Zadavatel má na aplikaci několik základńıch požadavk̊u. Aplikace má umožnit učitel̊um
vytvářet v databáźıch tabulky a plnit je daty. Nad těmito databázemi mohou učitelé
vytvářet testovaćı otázky. Studenti mohou tyto otázky řešit a učitelé uvid́ı jejich úspěšnost.
S kompletńı funkcionalitou nás seznámı́ kapitola 2.4.
2.3 UseCase diagram a relačńı datový model
Jelikož jsem se návrhem aplikace zabýval již v ročńıkovém projektu, zmı́ńım pouze Use-
Case diagram (zvaný i diagram př́ıpad̊u užit́ı) a relačńı datový model v př́ıloze B a C.
V ročńıkovém projektu jsem specifikoval základńı požadavky, vytvořil jsem UseCase dia-
gram, sekvenčńı diagramy, logický a relačńı datový model. Protože se měnily požadavky
na aplikaci, bylo nutné provést změny i v modelu. UseCase diagram je kv̊uli přehlednosti
zjednodušený. Jednotlivé př́ıpady užit́ı by bylo ještě možné rozdělit a v́ıce konkretizovat.
V této práci bych se rád v́ıce zabýval architekturou a implementaćı aplikace.
2.4 Základńı funkce aplikace





• Může řešit úlohy. Úloha obsahuje sadu testovaćıch otázek. Úlohy se děĺı do kategoríı
volné úlohy, zkouškové úlohy a domáćı úkoly. Lǐśı se v počtu pokus̊u, které má student
k dispozici pro řešeńı každé otázky.
• Může sledovat statistiky své úspěšnosti.
2.4.2 Role administrátor
• Spravuje sekci často kladených otázek.
• Spravuje uživatele a přiděluje uživatelské role. Administrátor z informačńıho systému
STAG źıská seznam student̊u a učitel̊u v souboru aplikace Excel. Tento soubor předá
aplikaci a ta vytvoř́ı vlastńı databázi uživatel̊u, kterým přiděĺı roli studenta. Původně
jsem chtěl využ́ıt školńı databáze, ale bohužel webové služby systému STAG zat́ım
nemaj́ı vhodné a volně dostupné rozhrańı. Nicméně i mnou zvolené řešeńı je velice
jednoduché a uživatelsky nenáročné.
2.4.3 Role učitel
• Spravuje testovaćı databáze. Každá databáze obsahuje specifikaci, seznam tabulek
a obrázky schémat. Pro tvorbu specifikace a relaćı je k dispozici HTML editor.
• Spravuje testovaćı otázky. Každá otázka obsahuje zadáńı a správné řešeńı. K tomu
se nav́ıc otázky řad́ı do 3 skupin podle obt́ıžnosti. Tyto skupiny jsou pak barevně
odlǐseny.
• Spravuje úlohy. Ke každé úloze lze přǐradit libovolný počet otázek z jedné databáze.
Úlohy je pak možné řešit v nastaveném čase.
• Sleduje úspěšnost student̊u pomoćı statistik. Tabulky lze vyexportovat do formátu
PDF, XML, XLS a CSV. Grafy lze vyexportovat jako obrázek.
• Spravuje kroužky. Učitelé si tř́ıd́ı studenty do kroužk̊u. Kroužek může představovat
cvičeńı nebo zkoušku.
• Využ́ıvá nástroj pro spouštěńı SQL dotaz̊u. Umožňuje mu spouštět v testovaćıch
databáźıch SQL dotazy a sledovat výstup z databáze.
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2.5 Návrhový vzor MVC a architektura aplikace
Návrhový vzor MVC (Model View Controller) je velmi rozš́ı̌rený a velice dobře se uplatňuje
ve webových aplikaćıch. Jeho hlavńı myšlenkou je oddělit logickou část aplikace od jej́ıho
grafického výstupu. Aplikaci rozděĺıme na 3 komponenty:
• Model - Obsahuje logiku pro práci s daty.
• View - Vykresluje data z modelu.
• Controller - Sb́ırá požadavky od uživatele a zprostředkovává komunikaci mezi Mo-
delem a View.
Ovšem jak se MVC konkrétně implementuje, zálež́ı na použité technologii. Např́ıklad im-
plementace v jazyce PHP je odlǐsná od implementace v jazyce Java. Často se také použ́ıvá
v kombinaci s jinými návrhovými vzory, př́ıpadně existuj́ı jeho r̊uzné modifikace.
Obrázek 1: Architektura aplikace SQL Tester
Nyńı se pod́ıváme na architekturu aplikace SQL Tester. Držel jsem se použ́ıvaného
návrhu pro zvolené technologie. Základńı schéma a princip komunikace mezi jednotlivými
komponentami jsem zachytil na obrázku 1. Některé odborné termı́ny jsem ponechal v
15
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anglickém jazyce, tak jak se běžně použ́ıvaj́ı, protože jejich vynucený překlad by mohl být
matoućı.
Vid́ıme zde webový server, na kterém je umı́stěna aplikace. Aplikaci podle návrhového
vzoru MVC tvoř́ı 3 základńı komponenty. Model je dále členěn na daľśı 3 vrstvy. Požadavky
uživatele, které uživatel zašle prostřednictv́ım webového prohĺıžeče, zpracovává Controller
a na jejich základě požádá Model o potřebná data. Konkrétně komunikuje s vrstvou zva-
nou Service. Ta obsahuje veškerou logiku aplikace. Pokud je možné vyř́ıdit požadavek bez
př́ıstupu k databázi, pak jej Service zpracuje sama a vrát́ı Controlleru odpověd’. V opačném
př́ıpadě je potřeba využ́ıt vrstvy Repository, která má na starost právě komunikaci s da-
tabáźı. Někdy se také Repository označuje jako DAO (Data Access Object) vrstva. Zde se
také potkáme se třet́ı vrstvou Modelu, které se ř́ıká Domain. Jedná se o entitńı tř́ıdy, které
odrážej́ı schéma databáze. Pomoćı těchto tř́ıd právě komunikuj́ı vrstvy Service a Reposi-
tory. Jak komunikace přesně prob́ıhá, uvid́ıme v kapitole 4. Ve chv́ıli kdy má Controller od
Service potřebná data, tak je předá View, které je zobraźı uživateli v prohĺıžeči.
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3 Př́ıprava před vývojem
K vývoji webové aplikace v jazyce Java je třeba nejprve zajistit server a vhodné vývojové
prostřed́ı. Od školy jsem dostal k dispozici př́ıstup na virtuálńı server rysy.mti.tul.cz
s operačńım systémem Oracle Linux, kde jsem vše potřebné nainstaloval a zprovoznil. Na-
instaloval jsem Javu 8 (Java Runtime Environment 8) a webový server, který jsem nakon-
figuroval. Dále jsem na serveru nakonfiguroval firewall kv̊uli zpř́ıstupněńı a přesměrováńı
potřebných port̊u. Databázový server jsem měl sice k dispozici již nainstalovaný, ale rovněž
jsem provedl některé konfigurace jako přidělováńı práv nebo založeńı nových účt̊u pro tes-
tovaćı databáze.
3.1 Webový server Apache Tomcat 8
Jako webový server jsem zvolil Apache Tomcat 8. Jedná se o open-source implementaci
technologíı Java Servlets a Java Server Pages, které spadaj́ı do rozhrańı Java EE. Hlavńım
úkolem webového serveru je zpracovávat HTTP požadavky od klienta. Zásadńım konfi-
guračńım souborem pro Apache Tomcat je soubor server.xml, který se nacháźı ve složce
conf. Všechny potřebné informace o konfiguraci nalezneme v dokumentaci [4]. Alternativou
mohou být aplikačńı servery JBoss Application Server, GlassFish nebo WebLogic.
3.2 Databázový server Oracle XE 11g
Databázový server se skládá z databáze a databázového ř́ıd́ıćıho systému. Pod pojmem
databáze si lze představit konkrétńı data uložená specifickým zp̊usobem na databázovém
serveru a databázový ř́ıd́ıćı systém je aplikace, která umožňuje s těmito daty nakládat.
Někdy se lze setkat s termı́nem systém ř́ızeńı báze dat. Pro svou práci jsem využil da-
tabázový server Oracle XE 11g, což je bezplatná alternativa verze pro komerčńı užit́ı. Jiné
databázové servery jsou např́ıklad MySQL, Microsoft SQL Server nebo PostgreSQL.
3.3 Vývojové prostřed́ı NetBeans IDE 8
IDE (Integrated Development Environment) je software, který umožňuje programátor̊um
jednoduše psát a ladit aplikace. Česky jej lze označit jako vývojové prostřed́ı. Pro svou
práci jsem si vybral vývojové prostřed́ı NetBeans IDE 8, na které jsem zvyklý ze školńı
výuky a programuje se mi v něm nejlépe. Jako open-source projekt je zcela zdarma a nav́ıc
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je multiplatformńı. Lze jej tedy nainstalovat na operačńı systémy Windows, Linux nebo
Mac OS X. Sice se jedná o prostřed́ı primárně určené pro vývoj Java aplikaćı, ale s několika
rozš́ı̌reńımi jej lze využ́ıt i pro jiné programovaćı jazyky. Alternativou mohou být např́ıklad
prostřed́ı Eclipse nebo IntelliJ.
3.4 Vytvořeńı Maven projektu
Pro začátečńıky je běžné vytvářet ve vývojovém prostřed́ı základńı Java projekty. Takové
projekty jsou často na daném prostřed́ı závislé a obsahuj́ı přebytečné soubory. Nav́ıc je
nepohodlné do nich přidávat nové knihovny. Proto se v praxi využ́ıvaj́ı nástroje, které tyto
problémy řeš́ı. Pro sv̊uj projekt jsem se rozhodl využ́ıt velice obĺıbený Maven, který kromě
nezávislosti na vývojovém prostřed́ı nab́ıźı spoustu daľśıch užitečných nástroj̊u.
Apache Maven je software pro správu projekt̊u a výsledné sestavováńı aplikaćı. Za
jeho největš́ı přednost se považuje správa závislost́ı. V reálných aplikaćıch je často potřeba
využ́ıt několik deśıtek exterńıch knihoven. Aplikace SQL Tester např́ıklad obsahuje kolem
100 exterńıch knihoven. Tyto knihovny se nacháźı v exterńıch nebo lokálńıch repozitář́ıch.
Při využit́ı nástroje Maven pak stač́ı v konfiguračńım souboru pom.xml zadat název a verzi
knihovny, kterou chceme do projektu a výsledné aplikace přidat a nemuśıme ji stahovat
manuálně. Ale Maven toho umı́ mnohem v́ıce. Proces sestavováńı aplikace může zahr-
novat r̊uzné fáze. Např́ıklad je možné vytvořit dokumentaci, spustit testy nebo nahrát
aplikaci na server. Pro spuštěńı těchto činnost́ı slouž́ı tzv. pluginy. Jeden z plugin̊u může
např́ıklad zajistit kompilaci aplikace, jiný zase spuštěńı test̊u. Seznam hlavńıch funkciona-
lit můžeme nalézt na oficiálńıch stránkách [13]. Jednoduché ovládáńı zajǐst’uje integrace
Mavenu v běžných vývojových prostřed́ıch. Alternativńımi nástroji mohou být např́ıklad
Ant nebo Gradle.
3.5 Verze knihoven
Mezi nejd̊uležitěǰśı knihovny, které jsem v práci použil patř́ı:
• JSF - 2.2.7
• Spring - 4.1.0
• JPA - 2.1
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• Hibernate - 4.3.6
• Spring Data JPA - 1.7.0
• SLF4J - 1.7.7
• Spring Security 3.2.5
• PrimeFaces - 5.0
3.6 Systém baĺıčk̊u
Obrázek 2: Systém baĺıčk̊u
V Javě se aplikace strukturuje pomoćı takzvaných baĺıčk̊u. Baĺıček je v podstatě složka
na disku. Na obrázku 2 je systém baĺıčk̊u aplikace SQL Tester. Základńı název baĺıčk̊u je
cz.tul.fm.sqltester a poté následuje členěńı. Baĺıček component obsahuje Controllery, do-
main obsahuje entitńı tř́ıdy, exception obsahuje vlastńı vyj́ımky, repository obsahuje tř́ıdy
pro práci s databáźı, security obsahuje bezpečnost, service obsahuje logiku, sqltool obsa-
huje zpracováńı SQL dotaz̊u od uživatel̊u, util obsahuje pomocné nástroje a web obsahuje






Vrstva Modelu Domain obsahuje entitńı tř́ıdy. Jedná se o tř́ıdy, které odráž́ı schéma da-
tabáze. Tyto tř́ıdy se využ́ıvaj́ı např́ıč celou aplikaćı. Nejzásadněǰśı jsou ovšem pro práci
s databáźı. Objekty entitńıch tř́ıd lze ukládat a nač́ıtat z databáze pomoćı objektově-
relačńıho mapováńı ORM (Object Relational Mapping).
4.1.1 ORM
Pro práci s databáźı v Javě slouž́ı rozhrańı JDBC (Java Database Connectivity). Umožňuje
z aplikace spouštět SQL dotazy v relačńıch databáźıch. Proč tedy použ́ıvat objektově-
relačńı mapováńı? Programovaćı jazyk Java je objektový, kdežto relačńı databáze s objekty
nepracuje. Jinými slovy Java ukládá data v objektech, ale relačńı databáze v tabulkách.
S t́ımto problémem nám pomáhá ORM. Jedná se o zp̊usob převodu dat mezi relačńı da-
tabáźı a objektově orientovaným programovaćım jazykem. V programu poté mı́sto s da-
tabázovými tabulkami pracujeme s objekty. V podstatě se jedná o abstrakci nad JDBC,
kdy nemuśıme psát př́ımo SQL dotazy a můžeme mı́t kód nezávislý na databázi. Daľśı
výhodou je mnohem kratš́ı kód než při použit́ı klasického JDBC. To umožňuje mnohem
rychleǰśı vývoj a přehledněǰśı kód. Na obrázku 3 vid́ıme znázorněné grafické schéma pro-
cesu, kde ORM vrstva zajǐst’uje převod mezi objekty v aplikaci a tabulkami v databázi.
Popis ORM můžeme nalézt na stránkách jednoho z ORM nástroj̊u pro Javu Hibernate [27].




Vrstva Modelu Repository má za úkol pracovat s databáźı. Je tedy třeba využ́ıt ORM
řešeńı, které za nás bude mapovat entitńı tř́ıdy na tabulky a naopak. Jednou z možnost́ı
je Hibernate.
4.2.1 Hibernate
Hibernate je asi nejznáměǰśı ORM řešeńı pro Javu. V podstatě nab́ıźı vše, co od ORM řešeńı
očekáváme, např́ıklad CRUD operace (vytvořeńı, přečteńı, aktualizace a smazáńı záznamu
v databázi) nebo transakčńı zpracováńı. Vše potřebné nalezneme v dokumentaci [8]. Pro
lepš́ı pochopeńı jak mapováńı na objekty funguje, jsem vytvořil jednoduchý ukázkový
př́ıklad se všemi druhy kardinalit relaćı. Kardinalita je četnost vztahu tedy 1:1, 1:N a M:N.
Na obrázku 4 vid́ıme, že student vlastńı právě jednu kartu a karta je vlastněna právě
jedńım studentem. Student může studovat na v́ıce fakultách a na fakultě může studovat
v́ıce student̊u. Fakulta pak spadá pod jednu univerzitu, ale univerzita může mı́t fakult v́ıce.
Nı́že vid́ıme namapované tř́ıdy.
Obrázek 4: Databázové schéma pro ORM
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Tř́ıda Student obsahuje atributy tabulky Student a zároveň referenci na objekt Card a ko-
lekci objekt̊u Faculty.





Tř́ıda Card obsahuje atributy tabulky Card a referenci na objekt Student.






Třda Faculty obsahuje atributy tabulky Faculty, referenci na objekt University a kolekci
objekt̊u Student.





Tř́ıda University obsahuje atributy tabulky University a kolekci objekt̊u Faculty.
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Vid́ıme, že relace 1:1 se mapuje na každé straně po jedné instanci objektu, relace 1:N
má na jedné straně jednu instanci a na druhé kolekci objekt̊u, no a relace M:N má na
obou stranách kolekci objekt̊u. Na prvńı pohled si můžeme všimnout rozd́ılu v relaćıch
mezi tabulkami a objekty. Zat́ımco relace mezi tabulkami jsou jednosměrné, tedy ciźı kĺıč
je pouze v jedné tabulce, tak u objekt̊u jsou relace obousměrné a reference na objekt nebo
kolekci objekt̊u je na obou stranách. Tento fakt je poměrně zásadńı při ukládáńı objekt̊u
do databáze.
Samozřejmě je nutné dodat daľśı informace, např́ıklad k jaké tabulce se entitńı tř́ıda
váže a k jakým sloupc̊um se váž́ı jednotlivé atributy nebo jaké maj́ı sloupce vlastnosti
a vztahy. Jedna možnost je definovat tyto vlastnosti v XML souboru, ale dnes je mno-
hem častěǰśı využ́ıvat anotace. Já jsem ze svého př́ıkladu záměrně anotace vypustil kv̊uli
přehlednosti. Entitńı tř́ıdy v aplikaci SQL Tester anotace obsahuj́ı.
Hibernate je rovněž plná implementace rozhrańı JPA (JavaPersistence API). K tomuto
účelu jsem jej použil i já. Alternativńı implementace je např́ıklad také EclipseLink.
4.2.2 JPA
JPA slouž́ı zejména k vytvářeńı kód̊u nezávislých na konkrétńı implementaci a je součást́ı
specifikace Java EE. Ve výsledku tedy programátor využ́ıvá pouze tř́ıdy a metody z roz-
hrańı JPA. Jak jsem již uvedl v kapitole předchoźı, tak jsem jako implementaci zvolil Hi-
bernate. Ale implementaćı může existovat v́ıce a některá může být v budoucnu např́ıklad
rychleǰśı. Pokud máme kód napsaný v JPA, pak v př́ıpadě změny implementace v̊ubec ne-
muśıme zasahovat do samotné aplikace, ale pouze přidáme knihovnu s jinou implementaćı
a změńıme konfiguračńı soubor pro JPA. V kódu je ovšem d̊uležité neporušit architekturu
programováńı přes rozhrańı a nesmı́me tedy využ́ıt žádnou tř́ıdu ani metodu z implemen-
tace, tedy např́ıklad z Hibernate. Na obrázku 5 vid́ıme schéma, na kterém je rozhrańı
JPA nadřazeno Hibernate. Hibernate pak dále pracuje s API JDBC, JTA a JNDI. Vı́ce
informaćı o JPA nalezneme např́ıklad v tutoriálu [10].
4.2.2.1 JPQL
Abychom mohli kromě standardńıch CRUD operaćı vytvářet také vlastńı dotazy, slouž́ı
nám k tomu jazyk JPQL (JavaPersistence Query Language). Programátor tedy ṕı̌se dotaz
v jazyce JPQL, který je podobný jazyku SQL a implementace JPA převede JPQL právě
na SQL, které se spust́ı v databázi. T́ım máme zajǐstěnu nezávislost na druhu databáze.
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Obrázek 5: Schéma JPA
JPQL samozřejmě nepracuje s tabulkami, ale s objekty. Př́ıklad konkrétńıho JPQL dotazu
uvid́ıme v kapitole 4.2.3, kde předvedu svoj́ı vlastńı tř́ıdu. Jak uvid́ıme, nepsal jsem kód
př́ımo v JPA, ale využil jsem framework Spring Data JPA.
4.2.3 Spring Data JPA
Když programátor využ́ıvá JPA, tak aby si ušetřil práci a šetřil kódem, ṕı̌se si takzvané ge-
nerické tř́ıdy, které implementuj́ı CRUD operace pro libovolný objekt. Tyto generické tř́ıdy
nab́ıźı framework zvaný Spring Data JPA, který jsem pro svou aplikaci využil. Využ́ıt́ı fra-
meworku Spring Data JPA je vhodné zejména v př́ıpadě, že programátor má j́ıž předchoźı
zkušenost s technologíı JPA. V opačném př́ıpadě může být jeho použit́ı naopak př́ıtěž́ı.
Já jsem se s JPA již v praxi setkal a proto jsem si řekl, že se nauč́ım pracovat se Spring
Data JPA, který mi uspořil spoustu řádk̊u kódu. Jako hlavńı zdroj informaćı jsem využil
oficiálńı dokumentaci [21].
Ve vrstvě Repository se nacháźı pouze rozhrańı, které implementuje Spring Data JPA.
T́ım, že rozš́ı̌ŕıme rozhrańı JpaRepository źıskáme CRUD operace. Můžeme rovněž využ́ıt
vlastńı JPQL dotaz pomoćı anotace @Query a framework se za nás postará o implementaci
metody. Rovněž existuj́ı určité názvy metod, ze kterých Spring Data JPA pozná, jakou




public interface QuestionRepository extends JpaRepository<Question, Integer> {
List<Question> findByDatabase(Database database);
@Query("SELECT q FROM Question q WHERE q.database.iddatabase = :iddatabase
AND q NOT IN (SELECT q FROM Question q LEFT JOIN q.taskList t WHERE
t.idtask = :idtask)")
List<Question> findByDatabaseAndTaskNot(@Param("iddatabase") Integer
iddatabase, @Param("idtask") Integer idtask);
}
Vid́ıme zde např́ıklad metodu findByDatabase, ze které je patrné, že budeme hledat otázky
podle databáze, ke které patř́ı. Naproti tomu metoda findByDatabaseAndTaskNot využ́ıvá
vlastńıho JPQL dotazu, do kterého se dosad́ı pojmenované parametry. Také vid́ıme, že
metody jsou transakčně zpracované d́ıky anotaci @Transactional.
4.3 Service
Vrstva Modelu Service obsahuje logiku aplikace a komunikuje s Controllerem. Controller
přistupuje k této vrstvě přes rozhrańı, stejně jako Service přistupuje přes rozhrańı k vrstvě
Repository. V této vrstvě se nám zásadněji začne projevovat framework Spring.
4.3.1 Spring
Spring je open-source projekt a jedná se o jeden z nejpopulárněǰśıch framework̊u pro vývoj
Java EE aplikaćı. Můžeme d́ıky němu psát přehledné a jednoduše testovatelné kódy. Pro
běh aplikace ve Springu nav́ıc stač́ı vlastnit webový server jako je např́ıklad Apache Tomcat
a nevyžaduje tedy využit́ı aplikačńıho serveru jako je JBoss. Spring se děĺı na mnoho část́ı.
Všechny nalezneme na oficiálńıch stránkách [19]. Základńı Spring může být využit pro
tvorbu libovolné aplikace a d́ıky daľśım př́ıdavným součástem je možné jej využ́ıt i pro
aplikace webové a mobilńı. Také ulehčuje implementaci návrhového vzoru MVC a nab́ıźı




Asi nejznáměǰśı a nejvýrazněǰśı funkcionalitou Springu je využit́ı návrhového vzoru IoC
(Inversion of Control). Konkrétńı provedeńı se nazývá Dependency Injection. V aplikaci
máme často spoustu objekt̊u, které jsou vzájemně provázány referencemi. Abychom se
nemuseli manuálně starat o inicializaci objekt̊u v konstruktoru a řešit jakou instanci vy-
tvoř́ıme, můžeme tuto činnost přenechat Springu, který d́ıky tomu, že budeme použ́ıvat
rozhrańı, za běhu zajist́ı inicializaci správné implementace. To zajist́ı např́ıklad i zno-
vupoužitelnost kódu při změně implementace. Základem Springu je kontejner, který se
právě stará o vytvářeńı a spojováńı objekt̊u. Spravuje životńı cyklus těchto objekt̊u od je-
jich vytvořeńı až po jejich zánik. Objekty spravované Springem se nazývaj́ı Spring Beans.
Teoreticky je tato část velmi dobře popsána v tutoriálu [22], ze kterého jsem i já vycházel.
4.3.1.2 Aspektově orientované programováńı
Daľśı výraznou součást́ı Springu je AOP (Aspect Oriented Programming). Zat́ım co OOP
(Object Oriented Programming) čleńı aplikaci na objekty, AOP j́ı čleńı na moduly zvané
aspekty. Dı́ky aspekt̊um můžeme např́ıklad přidávat metodám nějakou funkcionalitu nav́ıc
před nebo po jejich vykonáńı. Nejčastěji se vyž́ıvá anotaćı, kterými označ́ıme metodu,
která má být obohacena o exterńı funkcionalitu. Např́ıklad můžeme zajistit logováńı voláńı
metody. Výhodou tedy je, že máme funkcionalitu na jednom mı́stě a využijeme ji na v́ıce
mı́stech. Detailněǰśı popis AOP nab́ıźı [3].
4.3.2 Validace a Verifikace SQL dotazu
Možnostmi validace a verifikace SQL dotazu jsem se zabýval již v ročńıkovém projektu.
Pod́ıváme se tedy pouze na zvolené řešeńı. Validace je kontrola syntaxe dotazu a verifikace
je kontrola jeho funkcionality. Pro validaci dotazu jsem využil knihovnu General SQL
Parser, kterou jsem doplnil o vlastńı funkcionality. Validátor zahrnuje následuj́ıćı funkce:
• Kontrola syntaxe.
• Kontrola typu dotazu. Např́ıklad vytvořeńı tabulky, čteńı dat, modifikace dat apod.
• Kontrola nepovolených slov. Vytvořil jsem seznam slov, které nesmı́ dotaz obsahovat.




Daľśı tř́ıdou je spouštěč SQL dotaz̊u. Jelikož se frameworky nehod́ı pro spouštěńı dotaz̊u
zadaných uživatelem, využil jsem rozhrańı JDBC. Každá testovaćı databáze představuje
jeden účet v databázi s omezenými právy. Neńı tedy možné např́ıklad č́ıst nebo modifikovat
jiné databáze. Nı́že vid́ıme rozhrańı s metodami, které spoušt́ı dotazy pro tvorbu tabulek,
čteńı dat a modifikaci dat.
public interface SQLRunner extends Serializable {
public String runSelect(String sql) throws NoConnectionException,
SQLException;
public boolean hasMoreThanTwoResults(String sql) throws
NoConnectionException, SQLException;
public int runDML(List<String> sql) throws NoConnectionException,
SQLException;
public boolean runDDL(String sql) throws NoConnectionException,
SQLException;
}
Verifikátor poté obsahuje jedinou metodu, kdy se porovná student̊uv dotaz se správným
řešeńım. Využil jsem faktu, že dotazy vraćı shodná data za předpokladu, že výsledkem
dotazu ńıže je prázdná množina.
String query = "(" + studentSolution + " MINUS " + teacherSolution
+ ") UNION ("
+ teacherSolution + " MINUS " + studentSolution + ")";
V relačńı algebře zapsáno rovnićı (R1 − R2) ∪ (R2 − R1) = ∅. Při splněńı rovnice jsou
relace R1 a R2 shodné. Před spuštěńım tohoto dotazu ovšem nejprve proběhne kontrola
počtu sloupc̊u a jejich datových typ̊u.
Posledńı část této kapitoly se týká výpisu výsledk̊u z databáze. Prvńı krok je procedura
v PL/SQL, což je procedurálńı nadstavba jazyka SQL pro Oracle databázi. Můžeme ji
nalézt v př́ıloze D. Vraćı výsledek dotazu ve formátu XML (Extensible Markup Langu-
age). Nicméně výsledek je nutné zobrazit v prohĺıžeči jako XHTML. K tomu slouž́ı techno-
logie XSLT (Extensible Stylesheet Language Transformations), která dokáže transformo-
vat XML na XHTML. Napsal jsem si tedy vlastńı univerzálńı transformaci pro zobrazeńı




Jako Controller slouž́ı Spring Beans, které maj́ı tzv. scope specifický pro webové aplikace.
Scope určuje počet vytvořených instanćı a dobu platnosti instance objektu. Ve Springu
může být scope následuj́ıćıho druhu:
• Singleton - Existuje pouze jedna instance, jedná se o výchoźı nastaveńı.
• Prototype - Existuje v́ıce instanćı.
• Request - Obdoba HTTP dotazu, instance spolu s dotazem zaniká.
• Session - Obdoba HTTP session, instance spolu se session zaniká.
• Global Session - Obdoba globálńı HTTP session, instance spolu se session zaniká.
Já jsem si vytvořil i vlastńı scope implementaćı rozhrańı Scope. Konkrétně se jednalo
o scope zvaný View. Ten má platnost po dobu zobrazeńı stránky v prohĺıžeči. Daľśı Scope
by mohl být např́ıklad Flash, který má platnost 2 HTTP dotazy, ale rovněž bychom si jej
museli implemetovat sami. Nyńı se pod́ıváme na definici konkrétńıho Beanu.
@Component("solutionBean")
@Scope("session")
public class SolutionBean implements Serializable {
}
Vid́ıme, že komponentu jsme pojmenovali solutionBean a má scope session. Název
nám bude později sloužit pro př́ıstup z View (komponenta MVC). V této tř́ıdě poté už
můžeme mı́t metody př́ıstupné z View, které budou pracovat s vrstvou Service nebo budou
předávat View data pro zobrazeńı. Metody by samozřejmě měly být spustitelné pouze
uživatelem s př́ıslušným oprávněńım. O bezpečnosti se dozv́ıme v́ıce v kapitole 7. Někdy se
tyto Beany označuj́ı jako Model, protože udržuj́ı data k zobrazeńı, ale mysĺım si, že pokud
data źıskávaj́ı z Modelu a neobsahuj́ı žádnou logiku, jedná se o Controllery. Jak jsme již
četli v kapitole 2.5, neexistuje žádná definice jak implementovat MVC a vždy zálež́ı na
použitých technologíıch a př́ıstupu. Nav́ıc vývojová prostřed́ı často umožňuj́ı vygenerováńı
kódu a NetBeans rovněž tyto objekty nazývá Controllery. S View můžeme pracovat také





JSF (JavaServer Faces) je framework pro zjednodušeńı tvorby uživatelského rozhrańı ve
webových aplikaćıch. Dále také usnadňuje použit́ı návrhového vzoru MVC a vytvořeńı
šablonovaćıho systému. Dř́ıve se použ́ıvala technologie JSP, ale dnes převládá technologie
JSF, ve které programátor ṕı̌se tzv. facelety. Základńı nastaveńı se nacháźı v souborech
faces-config.xml a web.xml. Nyńı se pod́ıváme na konkrétńı př́ıklad JSF tagu.
<h:outputText value="Hello World!" />
Tento př́ıklad by měl vést k vyrendrováńı HTML.
<span>Hello World!</span>
Ve výchoźım nastaveńı tento tag zajǐst’uje escapováńı speciálńıch znak̊u. Pro zajǐstěńı
uživatelsky př́ıvětivého rozhrańı je také d̊uležitá podpora technologie AJAX. Ve faceletu se
komunikuje s Controllerem pomoćı EL (Expression Language) výraz̊u. Předchoźı př́ıklad
bychom mohli upravit následovně.
<h:outputText value="#{solutionBean.question}" />
Životńı cyklus JSF aplikace obsahuje 6 část́ı:
• JSF po obdržeńı HTTP dotazu začne vytvářet komponenty a přiděĺı jim handlery
a validátory. Poté je ulož́ı do FacesContextu.
• Aktualizuje hodnoty komponent na základě parametr̊u v dotazu.
• Hodnoty validuje v̊uči validátor̊um, které jsou ke komponentám přǐrazeny.
• Ulož́ı hodnoty do proměnných v Controlleru. Samozřejmě za předpokladu, že validace
proběhne úspěšně.
• Zpracuje požadavek od uživatele, např́ıklad zpracováńı odeslaného formuláře př́ıslušnou
metodou.
• Vykresĺı odpovědi včetně př́ıpadných zpráv o chybách.




Primefaces je open-source sada JSF komponent s mnoha rozš́ı̌reńımi. Dalo by se ř́ıci, že
se jedná o JSF framework. Dı́ky PrimeFaces komponentám můžeme vytvářet tzv. rich
GUI neboli uživatelsky bohaté rozhrańı, které je uživatelsky př́ıvětivé. Může obsahovat
např́ıklad HTLM editor, dialogy nebo grafy. Existuje také velké množstv́ı přednastavených
vzhled̊u a je možné si d́ıky aplikaci [25] vytvořit vlastńı. Nebo můžeme upravit CSS tř́ıdy,
což jsem udělal ve své aplikaci i já. Jako př́ıklad PrimeFaces slouž́ı obrázek 6. Konkrétně se
jedná o tabulku uživatel̊u, která nab́ıźı funkce stránkováńı, řazeńı a filtrováńı. Vı́ce obrázk̊u
nalezneme v př́ılohách E, F,G, H a I.
Obrázek 6: Tabulka uživatel̊u v PrimeFaces
Alternativou k PrimeFaces mohou být RichFaces nebo IceFaces. V dnešńı době jsou su-
veréně nejpopulárněǰśı PrimeFaces a obsahuj́ı také nejv́ıce komponent. Porovnáńı využit́ı
těchto framework̊u nab́ıźı např́ıklad [2]. Z firem, které použ́ıvaj́ı PrimeFaces bych vyjme-
noval Siemens, Cisco, Intel, Ford, Mercedes-Benz, Volvo, Boeing, eBay, Dell, Xerox nebo
HP. Seznam firem lze nalézt na oficiálńıch stránkách [16]. Samotńı vývojáři Springu do-
poručuj́ı jako JSF framework v kombinaci se Springem právě PrimeFaces, jak uvád́ı [17].
Informace jsem čerpal předevš́ım z oficiálńı dokumentace [18], která je velice pěkně zpraco-
vaná. Také jsem využil př́ıdavnou knihovnu PrimeFaces Extensions. Př́ıkladem PrimeFaces
je následuj́ıćı kód, který se postará o vytvořeńı dialogového okna.
<p:dialog closeOnEscape="true" widgetVar="createDialog" modal="true"





PrettyFaces je open-source řešeńı pro přepisováńı URL v JSF aplikaćıch. Přepisováńı na
hezky čitelnou URL se hod́ı předevš́ım pro SEO (Search Engine Optimization), tedy opti-
malizaci pro vyhledávače. Konfigurace se nacháźı v souboru pretty-config.xml. Př́ıkladem
přepsáńı URL může být změna adresy z /sqltester/public/login/form.xhtml na /sqltes-





Daľśı zp̊usoby využit́ı můžeme nalézt na oficiálńıch stránkách [15].
6.4 Šablona
Pro moderńı dynamické aplikace je samozřejmost́ı využit́ı šablon. Do globálńı šablony
v aplikaci spadá záhlav́ı s menu, část pro obsah a zápat́ı. Do hlavičky se vždy vkládá
titulek a do obsahu se vkládá celé tělo stránky. V šabloně s názvem template.xhtml se
vkládá obsah následovně.
<ui:insert name="content" >Content</ui:insert>
Poté vytvoř́ıme stránku, která tuto šablonu bude využ́ıvat.
<ui:composition template="/WEB-INF/layout/template.xhtml">
A nakonec vlož́ıme obsah na patřičné mı́sto.
<ui:define name="content" ></ui:define>
Nižš́ı úroveň šablon je dle mého názoru samotné dynamické vkládáńı obsahu z databáze





K profesionálńı aplikaci určitě patř́ı vytvořeńı vlastńıch chybových stránek, které maj́ı
uživatele informovat o chybě a nab́ıdnout mu cestu na funkčńı stránku. Chyba vždy obsa-
huje stavový kód protokolu HTTP a popis stavu. Kódy zač́ınaj́ıćı č́ıslićı 1 jsou informačńıho
charakteru, 2 znamená úspěšné zpracováńı požadavku, 3 přesměrováńı, 4 klientské chyby
a 5 serverové chyby. Často se vytvář́ı vlastńı stránky alespoň pro následuj́ıćı kódy a i já
jsem je vytvořil. Ukázka stránky se nacháźı v př́ıloze J.
• 401 – Selháńı autentizace nebo autorizace, např́ıklad špatné přihlašovaćı údaje.
• 403 – Př́ıstup zamı́tnut, uživatel např́ıklad nemá dostatečná oprávněńı zobrazit ob-
sah.
• 404 – Stránka nenalezena, zadaná URL neodkazuje na existuj́ıćı zdroj.
• 500 – Interńı chyba serveru, neočekávaná chyba při zpracováńı dotazu na straně
serveru.
• 503 – Nedostupná služba, např́ıklad je server v údržbě.
6.6 Resources
Ke každé webové aplikaci patř́ı kromě HTML také daľśı soubory jako CSS, javascript,
obrázky apod. Pro uložeńı těchto soubor̊u slouž́ı složka resources. Já osobně děĺım tuto
složku dále ještě na složky css, js, images, icons a fonts. Mezi CSS mám kromě části
vlastńıho vzhledu i CSS knihovnu Twitter Bootstrap. S jej́ı pomoćı jsem vytvořil např́ıklad
i záhlav́ı stránky, ve kterém se nacháźı hlavńı menu. Ukázka záhlav́ı je na obrázku 7.
Obrázek 7: Záhlav́ı stránky s logem a menu
Ve složce js se nacháźı javascriptové soubory. Musel jsem v některých př́ıpadech trochu
poupravit chováńı JSF a PrimeFaces komponent. Jedná se o frameworky, které muśı být
univerzálńı a tud́ıž ne vždy nám muśı vyhovovat jejich základńı funkcionalita. Dále jsem
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vytvořil tlač́ıtko pro rychlý návrat na začátek stránky a také jsem pomoćı javascriptu
vyřešil lokalizaci chybových stránek, protože odesláńı nového dotazu pro změnu jazyka
by smazalo předchoźı chybový stav. V aplikaci se nacháźı několik obrázk̊u. K vytvořeńı
favikony jsem využil generátor [7]. K vytvořeńı loga jsem využil nástroj [5], přičemž jsem
jej upravil v grafickém editoru Gimp a pro textovou část loga jsem využil bezplatného
fontu Roboto. Vlaječky pro změnu jazyka jsem převzal ze zdroje [1]. Ikonky pro export
statistik jsem vytvořil sám. Posledńı obrázek se nacháźı ve spouštěńı dotaz̊u a představuje
databázi. Najdeme jej i v př́ıloze I. Ten mi vytvořila šikovná grafička Monika Jaroĺımová,
která mi rovněž dala několik cenných rad ohledně celkového vzhledu a pomohla mi vytvořit
schémata do této zprávy. Za to j́ı t́ımto děkuji. Všechny obrázky je možné využ́ıt pro
soukromé i komerčńı účely bez nutnosti uvádět p̊uvod obrázk̊u.
6.7 Lokalizace
Do aplikace jsem integroval možnost volby jazyka. Jako primárńı jazyk je nastavená čeština.
Dále je možné rozhrańı přepnout do slovenštiny a angličtiny. Jsou to jazyky, do kterých
jsem byl schopný český text přeložit. Nicméně d́ıky již hotové implementaci přeṕınáńı
jazyk̊u je přidáńı daľśıho jazyka poměrně jednoduché. Tato možnost by se mohla využ́ıt
zejména, pokud bychom se rozhodli v budoucnu aplikaci zpř́ıstupnit veřejnosti. Na obrázku
8 vid́ıme v zápat́ı stránky vlaječky. Pod́ıváme se, jak se taková lokalizace v JSF vytvář́ı.
Obrázek 8: Zápat́ı stránky s vlaječkami
Vytvoř́ıme ve složce resources takzvaný message bundle. Jedná se o soubory s názvy
messages_cs.properties, messages_sk.properties a messages_en.properties. Samozřejmě se
jedná o jinou složku resources, než se kterou jsme se setkali v kapitole 6.6. V každém
souboru je uveden kĺıč a k němu hodnota. V aplikaci jako takové potom použijeme kĺıč, za






Message bundle je potřeba zaregistrovat v konfiguračńım souboru faces-config.xml a vy-













Metoda v objektu pro změnu jazyka do slovenštiny může vypadat např́ıklad takto.









HTTPS je protokol, který je podobný protokolu HTTP s t́ım rozd́ılem, že přenášená data
šifruje. V běžném HTTP se data odeśılaj́ı v textově čitelné podobě včetně hesel. Samotné
šifrováńı v HTTPS zajǐst’uje protokol TLS (Transport Layer Security). Jedná se o asyme-
trickou šifru, kdy každá strana vlastńı privátńı a veřejný kĺıč. U serveru je samozřejmě
nutné ověřit certifikát. Certifikát je ověřený certifikačńı autoritou a ta je ověřena jinou
certifikačńı autoritou. Konečná autorita se nazývá kořenová certifikačńı autorita a jej́ı kĺıč
je uložen v uložǐsti, tedy např́ıklad v prohĺıžeči.
7.1.1 Certifikát
Pro využit́ı HTTPS je nutné vlastnit certifikát. Jedná se o veřejný kĺıč, který je podepsaný
certifikačńı autoritou. Pod́ıváme se na postup vytvořeńı certifikátu pro školńı server, který
jsem zajistil. Nejprve je nutné vygenerovat kĺıč privátńı a k němu žádost o elektronický pod-



















openssl req -new -keyout serverkey.pem -out serverreq.pem -config server-req.cfg
T́ımto př́ıkazem źıskáme privátńı kĺıč serverkey.pem a žádost o certifikát serverreq.pem,
kterou odešleme CESNETU pomoćı formuláře na stránce [28]. CESNET zař́ıd́ı certifikát,
který si budeme moci poté stáhnout. Jelikož použ́ıváme Javu, je nutné privátńı kĺıč spolu
s certifikátem převést do formátu pro Javu. Jedná se o formát JKS. Př́ımý převod z formátu
PEM nefunguje. Je tedy nutné převést formát PEM na formát PKCS12 a ten posléze na
formát JKS. Využijeme opět knihovnu openssl. Následuj́ıćım př́ıkazem źıskáme formát
PKCS12.
openssl pkcs12 -export -inkey serverkey.pem -in servercert.pem -name nazev -out
keystore.p12
Nyńı můžeme náš keystore.p12 převést na požadovaný JKS. K tomu slouž́ı Java nástroj
KeyTool. Nacháźı se v běžné instalaci Javy. Následuj́ıćı př́ıkaz převod zajist́ı.
keytool -importkeystore -srckeystore neystore.p12 -srcstoretype pkcs12
-srcalias nazev -destkeystore keystore.jks
-deststoretype jks -deststorepass heslo -destalias nazev
Návod̊u jak převést formát PEM na JKS je mnoho, nicméně po několika nejr̊uzněǰśıch po-
kusech jsem zjistil, že výše uvedený postup je jediný skutečně funkčńı. Soubor nám poslouž́ı
pro zprovozněńı HTTPS na webovém serveru Tomcat a zároveň pro zprovozněńı Shibbo-
lethu. V souboru server.xml je nutné poupravit údaje pro HTTPS. Stač́ı odkomentovat již
existuj́ıćı konfiguraci a přidat cestu k souboru keystore.jks a heslo.
7.2 Spring security
Spring Security je př́ıdavná součást frameworku Spring. Poskytuje komplexńı zabezpečeńı
pro Java EE aplikace. Zabezpečeńı je konfigurovatelné a tak si každý může zvolit speci-
fickou konfiguraci pro sv̊uj systém. Nab́ıźı např́ıklad funkce pro autentizaci a autorizaci
uživatel̊u nebo ochranu před r̊uznými útoky. Autentizace je ověřeńı uživatele. Ověřeńı
prob́ıhá nejčastěji prostřednictv́ım jména a hesla. Autorizace je ověřeńı práv uživatele.
Např́ıklad zda může provést požadovanou akci. K tomu slouž́ı nejčastěji uživatelské role.




Mezi autentizačńı mechanismy patř́ı např́ıklad následuj́ıćı možnosti:
• Anonymńı ověřeńı - Ověřeńı anonymńıho uživatele žádnou autentizaci nevyžaduje.
Některé stránky v aplikaci je možné nechat zobrazit libovolnému uživateli.
• HTTP Basic - Jedná se metodu, kdy se jméno a heslo uživatele ulož́ı do cache paměti
a odešle se v hlavičce každého HTTP dotazu. Implementace je zpravidla velice rychlá,
protože prohĺıžeče obsahuj́ı vlastńı formulář pro přihlášeńı uživatele, nicméně je nutné
předpokládat zabezpečenou komunikaci mezi klientem a serverem. Tento zp̊usob au-
tentizace se využ́ıvá např́ıklad u nastaveńı śıt’ových prvk̊u jako jsou routery.
• Formulářové ověřeńı - Lepš́ı variantou je vytvořit vlastńı přihlašovaćı formulář, data
od uživatele zpracovat a informaci o jeho přihlášeńı udržovat na serveru. Pro zajǐstěńı
bezpečnosti je nutné využ́ıt protokol HTTPS.
• LDAP - Jedná se o databázi se stromovou strukturou. Uživatele a informace o nich
ukládá do adresářové struktury. Ověřeńı uživatele v̊uči LDAP databázi je poměrně
běžné a př́ıvětivé. Škola sice LDAP databázi vlastńı, ale od nějaké doby k ńı nedává
př́ıstup, i když si mysĺım, že by to pro mě byla poměrně dobrá varianta autentizace
uživatel̊u. Konfigurace je ve Spring Security poměrně jednoduchá.
• OpenID - Umožňuje nechat autentizaci uživatele na exterńı aplikaci. Exterńı aplikaćı
může být např́ıklad Google nebo mojeID. Uživatel se tak přihláśı ke svému Google
účtu a t́ım potvrd́ı svou autenticitu.
• SSO (Single Sign-On) - Jedná se o službu jednotného přihlášeńı. Uživatel se přihláśı
na jedné jediné službě, č́ımž źıská přihlášeńı na všech službách, které tento mecha-
nismus využ́ıvaj́ı. SSO tvoř́ı poskytovatel identity a poskytovatel služeb. Př́ıkladem
může být Shibboleth.
• Zapamatováńı uživatele - Informace o posledńım úspěšném přihlášeńı se ulož́ı na
lokálńım poč́ıtači uživatele do tzv. cookies. Poté již stač́ı přeč́ıst cookie a zjistit, zda
má uživatel platné přihlášeńı.
Pro aplikaci SQL tester jsem pro některé stránky zvolil př́ıstup anonymńıho uživatele, pro
administrátorský účet využ́ıvám vlastńı formulář a pro ostatńı uživatele Shibboleth. Přes
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Shibboleth se mohou přihlásit studenti a učitelé. Pokud by se aplikace v budoucnu otevřela
veřejnosti, přidal bych i OpenID.
7.4 Shibboleth
Shibboleth je open-source projekt, který nab́ıźı službu SSO. Umožňuje tedy uživateli po-
moćı jednoho přihlášeńı př́ıstup k v́ıce aplikaćım. Mezi organizace, které využ́ıvaj́ı Shib-
boleth patř́ı předevš́ım univerzity. Patř́ı mezi ně i TUL. SSO systém obsahuje celkem 4
prvky.
• Webový prohĺıžeč – Představuje uživatele v rámci procesu SSO.
• Zdrojová data – Obsahuj́ı chráněný obsah, který chce uživatel zobrazit.
• Identity Provider (IdP) – Poskytovatel ověřeńı, ověřuje uživatele. Např́ıklad Shibbo-
leth.
• Service Provider (SP) – Poskytovatel služby, dotazuje se IdP na ověřeńı. Např́ıklad
SQL Tester.
Komunikace a výměna dat mezi IdP a SP prob́ıhá prostřednictv́ım zpráv v jazyce SAML
(Security Assertion Markup Language). Údaje o uživateĺıch jsou předávány ve formě meta-
dat, což je XML soubor splňuj́ıćı právě SAML standard. Ke komunikaci je rovněž potřeba
protokol TLS a metadata muśı obsahovat veřejný kĺıč. K tomu využijeme náš certifikát,
který zajǐst’uje i HTTPS. Samotný SSO proces pak prob́ıhá v 5 kroćıch:
1. Uživatel přistupuje ke zdroji - Pokud je v bezpečnostńım kontextu aplikace informace
o již přihlášeném uživateli, potom je uživateli př́ıstup umožněn. V opačném př́ıpadě
je požadavek na autentizaci přesměrován na server IdP s ćılem zahájit SSO.
2. Přihlášeńı uživatele u IdP - Pokud má uživatel u IdP existuj́ıćı relaci, pokračuje
se daľśım krokem. V opačném př́ıpadě ověř́ı IdP uživatele prostřednictv́ım jména
a hesla.
3. IdP připravuje autentizačńı odpověd’ - Po identifikaci uživatele IdP připrav́ı auten-
tizačńı odpověd’ ve formě SAML zprávy a odešle ji. Uživatele odešle zpět na SP.
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4. SP kontroluje autentizačńı odpověd’ - SP ověř́ı odpověd’ a změńı informace o aktuálně
přihlášeném uživateli.
5. Zdroj vraćı obsah - Stejně jako v kroku 1 je uživatel ověřen v̊uči bezpečnostńımu
kontextu. Tentokrát už je ovšem přihlášený a je mu chráněný obsah k dispozici.
Rád bych zmı́nil, že jsem 25. ledna 2015 zveřejnil na stránkách Wikipedie český článek
o Shibbolethu, viz [26]. Článek jsem přidal pod účtem JakubVenglar. Sepsat článek bylo
součást́ı zápočtu z předmětu Poč́ıtačová bezpečnost. Jelikož jsem se v bakalářské práci
tou dobou zabýval Shibbolethem, použil jsem podobný text i pro vytvořeńı článku na
Wikipedii. Článek na Wikipedii tedy vznikl na základě této práce.
7.5 Spring SAML
V kapitole 7.4 jsem zmı́nil, že Shibboleth komunikuje prostřednictv́ım protokolu SAML.
Abychom s ńım mohli komunikovat, využijeme knihovnu Spring SAML, která spolupracuje
se Spring Security. Zvládá připojeńı k IdP, generováńı metadat, źıskáńı atribut̊u uživatele
a vše potřebné k implementaci SSO. V konfiguračńım souboru je nutné nastavit cestu
a heslo k certifikátu plus metadata IdP, což je v našem př́ıpadě Shibboleth. Využil jsem kon-
figuračńıho souboru z ukázkové aplikace [24], který jsem poupravil dle vlastńıch požadavk̊u.
7.6 Ochrana proti 10 nejčastěǰśım rizik̊um podle OWASP
V této kapitole se pokuśım nast́ınit 10 nejznáměǰśıch bezpečnostńıch rizik pro webové
aplikace. U každého rizika rovněž uvád́ım druhy ochran v aplikaci SQL Tester. Vycházel
jsem ze seznamu organizace OWASP [14].
7.6.1 SQL Injection
SQL Injection je technika, kdy útočńık pomoćı formuláře modifikuje vykonávaný SQL
dotaz a přidá do něj vlastńı SQL př́ıkaz. Např́ıklad bychom na serveru měli následuj́ıćı
SQL dotaz.
sql = "SELECT * FROM Users WHERE UserId = " + txtUserId;
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Tento př́ıkaz by měl vrátit maximálně jednoho uživatele. Předpokládáme, že UserId je
unikátńı identifikátor uživatele. Parametr txtUserId převezmeme od uživatele pomoćı for-
mulářového pole. Uživatel zadá např́ıklad 125 or 1=1. Nyńı se pod́ıváme na př́ıkaz, který
se vykoná.
SELECT * FROM Users WHERE UserId = 125 or 1=1;
Takový dotaz už źıská všechny uživatele z databáze. Proti SQL Injection se dá bránit pa-
rametrizovanými dotazy. Dotaz se tedy nespojuje pomoćı řetězc̊u, ale vlož́ı se do něj para-
metry, které budou parsovány jako hodnoty. Parametrizované dotazy využ́ıvám i v aplikaci
SQL Tester. Nı́že je ukázka kódu, kde je dotazu předán parametr role.
@Query("SELECT u FROM User u WHERE u.role.name = :role")
public List<User> findByRoleName(@Param("role") String role);
7.6.2 Odcizeńı hesel a správa sessions
Útočńık se pokouš́ı např́ıklad dešifrovat źıskané heslo nebo jej vid́ı v čitelné podobě. Proto
je v aplikaci SQL Tester heslo pro administrátorský účet vytvořeno funkćı bcrypt. Heslo je
tedy zašifrované a je k němu přidána tzv. s̊ul. To je řetězec, který se připoj́ı k heslu před
samotným šifrováńım. Je tedy velice obt́ıžné p̊uvodńı heslo dešifrovat. Ostatńı uživatelé se
autentizuj́ı pomoćı Shibbolethu, takže zde moje aplikace nehraje roli. Komunikace s Shi-
bbolethem prob́ıhá přes HTTPS. Podvržeńı autorizace či autentizace uživatele lze provést
źıskáńım session ID. Některé aplikace jej zaśılaj́ı v URL. Na serveru jsem tuto možnost za-
mezil a lze session ID předávat pouze pomoćı cookies. Nav́ıc při novém přihlášeńı uživatele
se všechny sessions vytvoř́ı znovu a staré se zneplatńı. Toho jsem dosáhl prostřednictv́ım
konfigurace Spring Security. Posledńı ochrana proti této zranitelnosti je platnost sessions
po dobu 30 minut. Cookies je také možné zaśılat pouze prostřednictv́ım HTTPS. Nelze je
tedy odcizit např́ıklad javascriptem.
7.6.3 XSS
XSS (Cross-site scripting) je útok, při němž na stránce zobraźıme nežádoućı data, která
nám dř́ıve zadal uživatel. Mezi nežádoućı data řad́ıme např́ıklad HTML nebo v horš́ım
př́ıpadě javascript, který např́ıklad zcela změńı vzhled a funkcionalitu stránky. V aplikaci
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zajǐst’uje ochranu proti XSS escapováńı speciálńıch znak̊u při výpisu.
<h:outputText value="#{taskBean.question}" />
Jedinou výjimku tvoř́ı rozhrańı, kde učitel zadává specifikaci databáze. Tady má přichystaný
HTML editor, v němž neńı možné měnit zdrojový kód př́ımo. Př́ıpadné speciálńı znaky
tedy rovněž budou escapovány. Ukázka pro výpis z HTML editoru.
<h:outputText value="#{solutionBean.database.specification}" escape="false" />
7.6.4 Nezabezpečené př́ımé odkazy na objekty
Uživatel se může např́ıklad pomoćı URI dostat k soubor̊um, ke kterým by neměl mı́t nikdo
př́ıstup. Může to být např́ıklad konfigurace databáze. Já mám všechny neveřejné zdroje ve
složce s názvem WEB-INF, která je pro uživatele nepř́ıstupná. Také zde mám facelety, které
se vkládaj́ı do šablony. To je moje osobńı vylepšeńı návrhu oproti těm, které jsem měl na
internetu možnost vidět. Některé URL jsou rovněž zabezpečeny na základě uživatelských
roĺı. Daľśı možnost́ı pro útočńıka je pozměnit parametr a źıskat data, která mu nepatř́ı. Já
nač́ıtám do paměti pouze objekty, ke kterým uživatel př́ıstup má a jiné modifikovat nelze.
Pokud by se objekt nenacházel v paměti, pak neprojde validace vstupu.
7.6.5 Nebezpečná konfigurace
Útočńık může využ́ıt aktuálńı přednastavené konfigurace, která bývá často nebezpečná.
Proto jsem konfiguraci pozměnil. Vytvořil jsem také vlastńı chybové stránky a aplikace
je v režimu ostrého nasazeńı a nevypisuje tedy př́ıpadné chyby. Na serveru ani neexistuj́ı
žádné přednastavené účty.
7.6.6 Zveřejněńı citlivých dat
Útočńık může využ́ıt přenášených dat v čitelné textové podobě, slabých zastaralých šifer
apod. Na serveru jsem nastavil komunikaci výhradně prostřednictv́ım protokolu HTTPS.
Heslo administrátora je uloženo pomoćı funkce bcrypt a komunikace s Shibbolethem prob́ıhá
rovněž prostřednictv́ım HTTPS. Na některých formulář́ıch, kde je to vhodné, rovněž zaka-
zuji automatické doplňováńı na základě předchoźıch relaćı.
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7.6.7 Chyby v ř́ızeńı úrovńı př́ıstup̊u
Př́ıstup k URL je ř́ızen na základě uživatelských roĺı a nepovolený uživatel si tedy nemůže
zobrazit obsah, který mu neńı určený. Nicméně nic by mu nebránilo zavolat funkci na
serveru. Proto každá funkce v Controlleru je opatřena anotaćı @Secured. Ta zajist́ı spuštěńı
metody pouze uživatelem se správným oprávněńım. Jelikož anotace funguje pro Spring Web
MVC, musel jsem jej́ı chováńı poupravit, aby fungovala i v kombinaci s JSF. Využil jsem
k tomu AOP.
7.6.8 CSRF
CSRF (Cross-Site Request Forgery) je metoda, při ńıž se snaž́ı útočńık odeslat formulář
z ciźıho zdroje a vydávat se přitom za autorizovaného uživatele. Formulář z ciźıho zdroje
v aplikaci SQL Tester odeslat zabraňuji. V aplikaci využ́ıvám takřka výhradně metody
POST nikoli GET. Metody POST znesnadňuj́ı provedeńı CSRF, ale rozhodně mu ne-
zabráńı. K tomu slouž́ı token. Jedná se o náhodně vygenerovanou hodnotu, která se vy-
generuje při zobrazeńı formuláře na originálńı stránce. Bez tohoto tokenu nelze formulář
odeslat. JSF a Spring Security v aplikaci implementuj́ı CSRF ochranu pomoćı tokenu au-
tomaticky.
7.6.9 Použit́ı známých zranitelných komponent
Pro svoji aplikaci jsem se snažil vyb́ırat známé open-source projekty, které maj́ı dobrý vývoj
a dokumentaci. Zároveň jsem využil nejnověǰśıch verźı a komponenty jsou tak aktuálńı.
7.6.10 Neošetřené přesměrováńı a předáváńı
Jelikož žádné přesměrováńı nevyuž́ıvám, tak je aplikace proti tomuto druhu zranitelnosti
chráněna. Jediné přesměrováńı může být na chybové stránky.
7.6.11 Clickjacking
Clickjacking mezi top 10 rizik podle OWASP nepatř́ı, ale i tak jej zmı́ńım. Jedná se o tech-
niku, kdy se po kliknut́ı na nějaký prvek na stránce, např́ıklad tlač́ıtko, provede jiná akce
než očekáváme. Tlač́ıtko může být třeba překryto neviditelným odkazem. Spring Security




Ke každému vstupu uživatele je přidělen validátor, který kontroluje správný datový typ
a délku či rozmeźı vstupu. Pro správné fungováńı je přidán converter, který před validaćı
na každý vstup aplikuje funkci trim, která odstrańı mezery na začátku a na konci vstupu.
Formuláře podporuj́ı znakovou sadu UTF-8. Některé validátory jsou v JSF již vytvořené
a stač́ı je použ́ıt, nicméně někdy je nutné si napsat vlastńı validátor. Nı́že přikládám ukázku
validátoru z JSF. Kontroluje délku vstupu v rozmeźı 1 až 100.
<p:inputText id="questionInput" value="#{faqBean.selectedQuestion.question}"
required="true" maxlength="100" autocomplete="off" size="50" >
<f:validateLength minimum="1" maximum="100" />
</p:inputText>
7.8 Logováńı
Velice d̊uležitou součást́ı aplikaćı je logováńı. Umožňuje nám sledovat chybové stavy a akce
uživatel̊u. K logováńı jsem využil rozhrańı SLF4J, které nab́ıźı nezávislost na konkrétńı
implementaci. Asi nejznáměǰśı implementaćı je log4J, ale já jsem se rozhodl využ́ıt nověǰśı
a rychleǰśı knihovnu Logback, která je od autor̊u knihovny log4J. Logy se zapisuj́ı do




Testováńı je ned́ılnou součást́ı vývoje softwaru. I já jsem jej měl jako jeden z bod̊u zadáńı.
Nicméně existuje mnoho druh̊u testováńı software, a tak jsem od vedoućı musel zjistit,
které testováńı konkrétně mám provést. Nakonec jsme se dohodli na funkčńıch testech
a nasazeńı v reálném provozu. Existuj́ı např́ıklad i testy jednotkové, kdy se testuje každá
metoda, testy uživatelského rozhrańı, testy bezpečnosti nebo testy optimalizace. Pro reálné
nasazeńı jsme aplikaci vyzkoušeli na cvičeńı na větš́ım vzorku student̊u. U funkčńıch test̊u
jsem zvolil následuj́ıćı testy:
• Vytvořeńı, editace a smazáńı často kladené otázky.
• Vytvořeńı uživatel̊u ze souboru a přidělováńı práv.
• Vytvořeńı, editace a smazáńı kroužk̊u. Plus editace uživatel̊u v kroužku.
• Editace cvičných databáźı a nahráváńı soubor̊u.
• Spouštěńı r̊uzných druh̊u SQL dotaz̊u a jejich kombinace.
• Vytvořeńı, editace a smazáńı otázek.
• Vytvořeńı, editace a smazáńı úloh.
• Možnost řešeńı úloh.
• Sledováńı statistik.
Otestoval i validátory, př́ıstupová práva uživatel̊u a zkoušel jsem odeslat data, ke kterým
by uživatel neměl mı́t př́ıstup. V ideálńım př́ıpadě by bylo dobré otestovat přes 80 % všech
metod, to ale neńı z časových d̊uvod̊u v této práci možné. Tento postup se využ́ıvá sṕı̌se
v praxi, kde je časová dotace na projekt mnohonásobně vyšš́ı. Pro př́ıpadné chybové stavy





Během své bakalářské práce jsem se seznámil s moderńımi technologiemi pro vývoj webových
aplikaćı. Konkrétně se jednalo o databázi Oracle a velice populárńı frameworky Spring, Java
Persistence API, JavaServer Faces a PrimeFaces, které zjednodušuj́ı vývoj aplikaćı v pro-
gramovaćım jazyce Java EE. Tyto technologie se využ́ıvaj́ı zejména pro vývoj bankovńıch
a informačńıch systémů. V praxi se tyto technologie velmi často objevuj́ı a využ́ıvaj́ı je
i velké světové firmy. Kupř́ıkladu UniCredit, Intel, Siemens, Dell, Cisco a mnoho daľśıch.
Mysĺım si, že práce je technologicky velice náročná d́ıky mnoha zcela novým techno-
logíım a také d́ıky tomu, že jsem musel konfigurovat server, což nebylo součást́ı zadáńı.
Aplikace je nav́ıc velice nestandardńı t́ım, že přij́ımá od uživatel̊u celé SQL dotazy a musel
jsem mnohdy přij́ıt s vlastńım řešeńım problému.
Výsledkem práce je moderńı webová aplikace pro podporu výuky databáźı v předmětu
Databázové systémy. Automatizuje kontrolu SQL dotaz̊u a ušetř́ı tak učitel̊um spoustu
času nejen na cvičeńıch, ale i u zkoušek. Snažil jsem se vytvořit kvalitńı návrh a čistý
kód, aby bylo možné aplikaci do budoucna rozšǐrovat, např́ıklad je možnost zpř́ıstupnit
některé testovaćı úlohy veřejnosti nebo i jiným univerzitám. Uživatelské rozhrańı nab́ıźı
možnost volby českého, slovenského a anglického jazyka. Celkově je dle mého názoru apli-
kace uživatelsky velice př́ıvětivá a p̊usob́ı profesionálńım dojmem. Nab́ıźı např́ıklad fil-
trováńı, řazeńı a stránkováńı tabulek, export statistik do 4 r̊uzných formát̊u, umı́ zobrazo-
vat grafy a podporuje Drag & Drop. Aplikace je velice dobře zabezpečená proti nejr̊uzněǰśım
útok̊um. Vycházel jsem ze seznamu 10 nejčastěǰśıch zranitelnost́ı podle organizace OWASP.
Pro profesionálněǰśı výstup této ṕısemné zprávy jsem využil systému na sázeńı textu LATEX.
9.1 Splněńı ćıl̊u
• Seznámil jsem se s frameworky pro vývoj webových aplikaćı v Java EE. !
• Vytvořil jsem aplikaci pro testováńı SQL dotaz̊u. !
• Aplikaci jsem zabezpečil. !
• Zvolil jsem vhodný zp̊usob autentizace a autorizace uživatel̊u. !
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cz/2014/01/comparing-primefaces-icefaces-and.html
[3] AOP with Spring Framework. Tutorials for F#, Anger Management, Social Media
Marketing, AIML, Artificial Intelligence, RESTful, Swift, Node.js, LinQ, Drools, Con-
tent Marketing, SIP, Pay per Click, Accounting, Sqoop [online]. [cit. 2015-05-04]. Do-
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2015-05-04]. Dostupné z: http://docs.oracle.com/cd/E17802_01/j2ee/javaee/
javaserverfaces/2.0/docs/api/javax/faces/context/FacesContext.html
[7] Favicon.ico Generator. Favicon.ico Generator [online]. [cit. 2015-05-04]. Dostupné z:
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org/prettyfaces/
[16] PrimeFaces. PrimeFaces [online]. [cit. 2015-05-04]. Dostupné z: http://primefaces.
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[26] VENGLÁŘ, Jakub. Shibboleth – Wikipedie. In: Wikipedia: the free encyclope-
dia [online]. 2015 [cit. 2015-05-04]. Dostupné z: http://cs.wikipedia.org/wiki/
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CREATE OR REPLACE PROCEDURE SP_GET_RESULT_AS_XML(input_query IN NVARCHAR2,
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I Spouštěńı SQL dotaz̊u
57
J CHYBOVÁ STRÁNKA
J Chybová stránka
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