Open source software (OSS) 
INTRODUCTION
The licensing and distribution terms of OSS create the potential for the inclusion of large and diverse communities in every aspect of the software development and consumption life cycle. This social inclusion takes many forms. For example, A third-party is potentially able to deliver services in level-field competition with the creator of the software, leveraging the open nature of the source code; this lowers barriers to entry for smaller service providers and provides autonomy to
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software users who are no longer locked-in to a single vendor (Woods and Guliani 2005) .
User and developer communities can potentially share or assume the burden of innovation, a process traditionally located privately within the firm (Von Hippel 2005) .
Low acquisition costs, user-empowering freedoms, and the removal of information asymmetry potentially serve as powerful tools in combating the digital divide and in creating autonomy and local knowledge resources in the developing world (see, for example, Feller et al. 2003; James 2003; Steinmueller 2001; Yee 1999) .
OSS is seen as a mechanism by which public bodies can improve the transparency of, and provide wider access to, government services (see, for example, the archive of policy documents and case studies in the Center of Open Source and Government at http://www.egovos.org/).
Given these potential implications, it is unsurprising that, since the coining of the term in 1998, OSS has enjoyed a wide-spread surge in interest among users, developers, for-profit and nonprofit organizations, governments, and-last but certainly not l e a s tresearchers. However, with 6 years of research behind us, we still don't know exactly what we do and don't know about the phenomenon, nor do we have a clear idea about the basis for our knowledge. This paper presents an analysis of 155 research artefacts, mostly peer-reviewed, published between 1998 and 2004. The analysis focuses on three questions.
1. What types of OSS projects have been the subject of research? 2. What areas or topics have been the subject of research? 3. What methodologies have been used?
The rationale behind asking these questions is fundamental. OSS is surrounded by hype and hope-that it will revolutionize software development, the software industry, and, potentially, the information society. To separate hype from reality, and to help realize the potential benefits of OSS, the academic community needs to take stock of the research to date and clearly articulate the work that remains to be done.
THEORETICAL FOUNDATION AND RESEARCH METHOD
It has been argued that the structured identification of required future research directions is important, particularly in an emerging research area (Culnan 1987) . The examination of previous work enables both the determination of progress made (Farhoomand 1987) , and also the identification of work required in the future to further develop a field of study (Alavi and Carlson 1992) . Such an approach has been used at both a disciplinary level-for example, within Information Systems (Alavi and Carlson 1992; Chen and Hirschheim 2004; Claver et al. 2000; Farhoomand and Drury 1999; Orlikowski and Baroudi 1991) , Software Engineering , and Computer Science (Ramesh et al. 2004 )-and at a thematic or subfield level (e.g., Romano and Fjermestad 2002) . Such works have surveyed the existing literature to investigate the paradigmatic approaches to research (e.g., Chen and Hirschheim 2004; Orlikowski and Baroudi 1991) , the research methods or strategies used (e.g., Chen and Hirschheim 2004; Claver et al. 2000; Farhoomand 1987; Orlikowski and Baroudi 1991) , and topics investigated (e.g., Farhoomand 1987; Glass et al. 2002; Ramesh et al. 2004; Romano and Fjermestad 2002) .
Previous efforts at assessing the state of knowledge within an field have limited their sample to a specific number of outlets in order to investigate the methods being used (e.g., Chen and Hirschheim 2004; Farhoomand and Dmry 1999) or the paradigmatic focus into which the research falls (e.g., Chen and Hirschheim 2004; Orlikowski and Baroudi 1991) . In order to take into account the multidisciplinary nature of research in the area of OSS, the literature search was not confined to specific publications within any one discipline. Rather, a strategy of exploring a range of outlets was employed, following similar efforts by Romano and Fjermestad (2002) .
Candidate papers were discovered through keyword searches of citation indices (e.g., EBSCO, Science-Direct, IEEE, ACM Portal), by using existing bibliographies of OSS research, and through recursion using the references cited within papers. In addition to a range of journals from various disciplines (see Table 1 ), a variety of international conferences and three books (DiBona et al. 1999; Koch 2004; Raymond 1999) were also reviewed. In total, 155 research artefacts published since 1998 were reviewed. Of these, 99 were journal papers, 37 were conference papers, and the remaining 21 consisted of various books, reviews and commentaries.
A number of limitations are evident in the approach used for identifying artefacts. In employing a strategy of exploring as many outlets as possible, the research sources used were not limited to ranked journals, as was the case in similar research evaluation efforts (e.g., Farhoomand and Drury 1999) . Additionally, research on OSS in specific application spaces exists in specialized publications that were not included, thus the identification of all relevant literature can not be guaranteed. Finally, by not including publications prior to 1998, there is an implication that there was no literature in the area of OSS produced prior to that date. Such a view would be inaccurate, however, as the majority of publications prior to this year were both descriptive and published in nonpeer-reviewed outlets, thus they were not included in the study.
Classification systems provide a means to communicate the contents of a field of study, and thereby enable the generalization and communication of findings (Vessey et al. ,2005 . For this study, each artefact was first analyzed to determine the type(s) of development community the research artefact investigated. Following the characterization by primary OSS community, each artefact was further categorized by (1) research focus and (2) research method. Within research focus, artefacts were categorized as software engineering issues, economic and business model issues, socio-cultural and organizational issues, and software application space. Table 2 illustrates some sample topics associated with each focus area. Table 3 illustrates the methodological labels. 
FINDINGS
OSS research has been increasing steadily in recent years. Analysis of the outlets used in the publication of such research (see Table 4 ) shows that journals (particularly special issues) have been the predominant means for the communication of findings.
Communities of OSS Development
Our analysis began by classifying the unit (community) within which the software was developed. The objective of this exercise was to provide a means of describing the groups involved as a set of organizational forms (see Doty and Click 1994) . In doing so, four community types were identified: ad hoc communities, standardized communities, organized communities, and commercial organizations. The key differentiating characteristics of these community types are summarized in Table 5 . 
Ad Hoc Communities
Small, informal communities of practice collaborating "in the wild" on OSS projects of limited size (as measured by number of users and developers)
Internet-based collaboration tools, generally hosted by a third-party (e.g., the SourceForge repository).
Driven by individual goals, e.g., to meet personal computing requirements, to collaborate with others, to share output with the community, to gain personal reputation, to learn, etc.
Standardized Communities
More mature (older, more stable) communities of practice with more formalized software development and management standards in place to address larger project sizes.
Self-or third-party hosted Internetbased collaboration tools.
Generally used in conjunction with a self-hosted or sponsored identitybuilding environment (e.g., a group (rather than project) Web page).
Goals from ad hoc communities plus group-focused goals like quality assurance, project management. standardization, all towards the overall goal of building a public good.
Organized Communities
Very mature com-\ munities of practice which go beyond the creation of standardized practices to the formal (legal) establishment of an organizational entity.
Self-hosted Internet-based collaboration tools.
Mature identity building environment.
Possible physical collocation of some project members.
Goals from standardized communities plus the need to provide legal protection for contributors and engage in organization-to-organization relationships with other organizations, firms, governments, etc.
Desire to give project a "life of its own" independent of individual members.
Commercial Organizations
Communities of practice embedded in formal (legal) profit-seeking firms.
Self-hosted Internet-based collaboration tools and mature identity building environment. 
General Structure
The use of general formal structure in the development of classifications based on organizational characteristics on the basis of fomialization, specialization, and levels has been proposed by McKelvey (1978) . Here, general structure refers to the organizational size, formality of structures, and legal standing held by each software production community. Gacek and Arief (2004) found that size alone is not a distinctive measure of an OSS project, with the code base and community varying between projects. It is with this in mind that the formalization of software development practices and management standards, and the establishment of a formal (legal) organizational entity are included as additional differentiating factors within the general structure dimension.
In the case of ad hoc communities, the size of project groups (as measured by the number of developers and users) is small with little formal structure. Illustrative of the size of such projects are the results of the Orbiten Free Software Survey, which found that 75 percent of projects had only one author participating (Ghosh and Prakash 2000) . Capiluppi et al. (2003) , following an analysis of the FreshMeat portal (http:// freshmeat.net), reported that 57 percent of projects have one or two developers, and 80 percent have less than 11 subscribers (a proxy of users of the project's application).
The addition of formalized software development and management standards separates ad hoc OSS communities from standardized communities within the dimension of general structure. As projects mature, increased numbers of users, a growing code base, and a need to facilitate larger scale, distributed development requires the implementation of project management tools and techniques.
The key differentiating factor between standardized communities and organized communities is the move beyond formal standardized practices, and to becoming a formal legal organizational entity. The establishment of such noncommercial organizations enables the formalization of the projects' administrative functions in a board of directors, while allowing its further development and advancement to remain with willing individual developers. Well known examples of projects within the organized community classification are Apache and Mozilla.
The final community classification identified is that of a commercial organization. The general structure of communities within this grouping is that of a community of practice, which is a formal (legal) profit-seeking firm. Projects falling within this classification can be categorized as those emerging from organizations with either "pureplay" open source business models, or with a hybrid (i.e., a mix of both proprietary and open source) business model. Examples of projects classified under the commercial organization heading are OSS projects emerging from Red Hat, Sun, IBM, and Sony.
Environment
The development environment refers to both where development occurs and the tools utilized to facilitate communication and collaboration in the development process. Ad hoc communities use primarily Internet-based collaboration tools, which are generally hosted by a third-party, for example the SourceForge (http://sourceforge.net) repository. Such projects are generally of a size that does not warrant the maintenance of an independent Web presence (Feller and Fitzgerald 2002) . The use of such Internetbased collaboration tools enables geographically dispersed project members to communicate and share source code (Moon and Sproull 2000) . Development within a standardized community generally takes place using either a self-or third-party hosted Internet-based collaboration environment. Often, in conjunction with this, a self-hosted or sponsored identity-building Web page is also maintained. While development within standardized communities is generally distributed, within an organized community there is also the possibility of physical collocation of project members (e.g., Lussier 2004 ). In addition, identity building is again supported by group (versus project) Web pages, for example, the Mozilla Organization (www.mozilla.org) and the Apache Software Foundation (www.apache.org). Within commercial organizations, development can also rely on higher levels of physical collocation of project members and involves explicit integration with corporate development, communication, and management structures. As with organized communities, commercial organizations are more likely to use selfhosted Internet-based collaboration tools in order to facilitate development with geographically dispersed members.
Goals
The motivation of the participants involved in OSS production has been the subject of a wide range of research (see, for example, Hars and Ou 2001; Hertel et al. 2003; von Hippel and von Krogh 2003) . At the level of the ad hoc community, participants are driven primarily by individual goals. Such individual goals can be to meet personal computing requirements or fill a void in flmctionality (Nakakoji et al. 2002) , or to learn new programming languages (Feller and Fitzgerald 2002; Ye et al. 2002) . Other individual goals that have been identified are to share output with a community (Berquist and Ljunberg 2001; Feller and Fitzgerald 2002) or to enhance reputation with peers (Berquist and Ljunberg 2001; Gacek and Arief 2004) . Within the standardized community, while the individual goals are still present, more group focused goals aimed at project development also emerge. These include quality assurance, project management, and standardization, all of which contribute to the good of the overall project or community. Within the organized community space, again the goals of the previous two communities are subsumed. There is also the objective of both providing a level of legal protection to contributors, and enabling the interaction between the community and other established legal entities, such as nonprofit organizations, companies, or governments. The establishment of a formal (legal) entity also allows the project to be given a life of its own, independent of individual contributors. The fmal community classification, commercial organizations, subsumes many of the goals of the previous community types. Such organizations also have the objective of leveraging the knowledge and competencies of the wider OSS development community in order to generate shareholder value (Brown and Booch 2002) .
Methods
Development method used gives another dimension by which to classify communities. In the area of ad hoc communities, individual-based methods with little formal documentation or standardization are used. Given the low numbers of contributors and users of such projects, as discussed in the "General Structure" section above, the need for more formalized development methods and processes in such projects is relatively low. Higher levels of development method and process standardization and documentation can be found within projects classified as belonging to a standardized community. Such formalization is required to deal with growing project code and contributor community sizes and to enable wider distributed development. As with the standardized community, projects classified as belonging to an organized community rely on the standardization and documentation of methods and processes in order to facilitate larger scale distributed development. An example of such a formalized approach to development is evident within the PyPy project where agile development methods are combined with the frequent use of Sprints, involving the collocation of project members for a short time, to complement distributed development (During 2005) . In addition to formalization, the establishment of a formal organizational structure also includes more structured approaches to project and organizational management (for example, Mockus et al. 2002) . The level of formalization within commercial organizations reflects that identified in organized communities. However, hybrid development approaches consisting of aspects of traditional and Open Source development approaches (Mockus et al. 2000 (Mockus et al. , 2002 may also be present as organizations attempt to take advantage of the strengths of OSS development methods (see, for example, Dinkelacker et al. 2002) .
User Community
Research on OSS user profiles is lacking (Feller and Fitzgerald 2002) . It has been argued that OSS diffusion has occurred primarily in areas where the end-user is technically sophisticated, many of whom are developers and wish to modify the source code themselves (Lemer and Tirole 2000; West and Dedrick 2001) . Within the community classification, users of projects within the ad hoc and standardized community spaces are generally other developers, early-adopters, and "power-users" that possess the technical skills to use, adapt, and maintain such software. Within the organized community space, there is again an overlap between these types of users, and more mainstream end-users. An example of such a situation is the ongoing development of the Mozilla range of software products which are aimed at the personal end-user or desktop market segment. Within the commercial organization community, the user group is similar to that of the organized community. Users within this area are, however, treated as customers with the possible inclusion of value-added services such as technical support, training, documentation, or consultancy.
Licensing
The choice of license within OSS is used to impose a variety of restrictions on users , license alone does not provide a useful means to classify OSS community types. This is because the level of restriction placed on projects through their license can vary depending on the environment in which the software is to operate, the intended user audience, and the maturity of the project (Lemer and Tirole 2005). The type of licensing stmcture imposed does, however, provide an additional dimension upon which a broader classification can be based.
Within ad hoc communities generally, generic licensing will be used, perhaps because of the range of generic licensing available and the fact that project initiators within this space may not want to develop specific licensing. Examples of such generic licensing options are GNU's GPL and LGPL, as well as public domain licensing options. Within the standardized community space, licensing options can include either generic licences or licences developed specifically for the project. Organized community OSS projects are more likely to implement project-specific licences, with 'Adapted from the Open Source Initiative, Open Source Definition, Version 1.9 (http://www.opensource.org/docs/definition.php).
examples being the Apache Software License and the Mozilla Pubhc Licenses. Commercial organization communities are more likely to use corporate licensing structures specific to their project, often with the objective of retaining a level of control over the software's development and subsequent use. Examples of such corporate licensing structures include the Apple Public Source License, the IBM Public License, the Zope Public license, as well as a range of non-OSI (Open Source Initiative) approved proprietary licensing structures.
Characterization of Research on OSS Communities
As shown in Figure 1 , nearly two-thirds of the research artefacts analyzed drew data from the standardized and organized community types. It would appear that this is at least partially because the "headliner" OSS projects, such as Apache, Mozilla, Perl, and Linux fall into these categories and have each been quite extensively researched. Within the remaining one-third of artefacts, there was a 2:1 ratio of commercial organizations to ad hoc communities. Again, this is partially because of high profile commercial organizations like Sun and IBM, and also due to the fact that commercial organization focused research covered a wider range of topics than the ad hoc community focused research.
In looking at the OSS production communities which have been studied (Figure 2 ), it is interesting to note that there has been little change in the numbers of artefacts focusing on commercial organizations since 2001. It is instead the ad hoc and organized community classifications that have shown consistent growth in recent years. There are a number of possible explanations for such findings. The growing awareness of and interest in the "headliner" open source projects within both the research and business communities has led to increasing levels of research being conducted. The second possible explanation is that research in the area of OSS in general (i.e., not specifically relating to individual projects or community types) has been increasing. As the community classification scheme used assigns multiple classifications to such general research, it is possible that the trends presented have been influenced. As shown in Figure 3 , half of the research artefacts focused on socio-cultural and organizational issues, and nearly one-third focused on software engineering issues. This is a provocative fmding given the strong software engineering/information systems nature of the conferences and journals in which the artefacts were published/presented. While more extensive analysis is needed, it would appear that the research community finds the collaborative "human" aspect of OSS to be more "research-worthy" than the technical aspects. Figure 3 also shows that a roughly equal number of artefacts focused on economic and business model issues and software application spaces (approximately 10 percent each). These artefacts within the area of software application spaces tend to be more recent, as illustrated in Table 6 , and are arguably evidence of a shift in focus from OSS production to OSS consumption and exploitation. Table 7 presents a more detailed view of the data, highlighting intersections between the OSS community types and the areas of research. Within the ad hoc communities space, there is no research focused on economic and business model issues and software application spaces; rather, the research is divided between socio-cultural and organizational issues and software engineering issues, in roughly the same proportions as the overall collection. Within the standardized and organized communities categories, we again see the same dominance of socio-cultural and organizational issues and software engineering issues, with a gradual increase in the other research areas. This is not particularly surprising, as much of the research on economic and business model issues and software application spaces requires projects and products to be of a much higher level of complexity than can be found in ad hoc communities. Finally, the commercial organizations space breaks free from the overall distribution pattern discussed previously, with all four research areas represented in a more-or-less even way. Unsurprisingly, research on economic and business model issues dominates this space. Figure 4 provides an overview of the research methods used to study OSS development communities. Most significant here is the identification that the dominant form of research present within the area is informal work, with 42 percent of research to date conducted using anecdotal or descriptive methods. While there has been some fluctua- Within the research on ad hoc communities, the sampling approach dominates; anecdotal data and broad, shallow field studies are the most common, with only a few deeper single case studies. As we move into the standardized communities, there is an increase in case study based research, particularly in the area of software engineering issues. To a certain extent, this can be explained in terms of accessibility: case study research requires a clearly bounded subject, and this is more readily accomplished with standardized communities than with ad hoc communities. Also, by definition, standardized communities display more concrete "researchable" software engineering practices. The trend toward increasing depth of research continues with the work focused on organized communities, where we see very strong single and cross-case analysis. There is also a marked increase in the gathering and analysis of quantitative data. Again, this may be due to accessibility: the stability of organized communities provides more opportunity for this type of research. Interestingly, and importantly from the point of view of the gap-analysis, within the commercial organizations space, we see a certain swing back toward anecdotal data collection and analysis.
The low number of in-depth, empirical research artefacts in the areas of both economic and business model issues and software application spaces stand out as noteworthy findings when the intersection of topic and methodology is reviewed (Table 8) . When viewed within the context of increasing levels of commercial interest in OSS, the dearth of established research in these areas is particularly significant.
CONCLUSION
Based on our analysis, we argue that the OSS research literature requires greater discipline and rigor-deeper research, more quantitative data, and more robust cross case-analysis. There is also a need for greater understanding of the similarities and differences between community types (cross-community analysis) and for more inter- . Building on these deeper descriptions, the research community could then address the more fundamental gap in our knowledge, namely the relative lack of robust models and theories. It is evident that commercial organizations are underrepresented in the research, not just in terms of quantity, but more importantly in terms of depth of research. In addition, our understanding of economic and business models and software application spaces is also quite limited. These are critical gaps in the body of OSS knowledge in the context of social inclusion, as commercial and community OSS groups need to understand each other to realize the social inclusion potential of OSS highlighted in the introduction to this paper. Thus, we argue that future OSS research must address the convergence-and potential conflict-of the goals of the different communities that constitute the open source environment: individual and organizational users, software developers "in the wild," in nonprofit organizations, and in commercial firms, and policy makers seeking to make sense of the role of software in the wider information society.
