Ahstract-Multi-agent systems paradigm is a suitable approach to implement distributed manufacturing systems addressing the emergent requirements of flexibility, robustness and responsiveness. In such systems, an ontology is a crucial piece to provide a common understanding on the vocabulary used by the intelligent, distributed agents during the exchange of shared knowledge. This paper describes the design of an ontology to define the structure of the knowledge that is used within a multi-agent system integrating process and quality control in production lines for home appliances, which is being developed within the EU FP7 GRACE (inteGration of pRocess and quAlity Control using multi-agEnt technology) project. The ontology schema is validated by instantiating for a case study derived from a washing machines production line.
I. INTRODUCTION
A collaborative network, enterprise or production system comprises a set of interacting and heterogeneous hardware and software applications. In such collaborative distributed environments, a common understanding of the shared knowledge is required to guarantee their interoperabiI ity. In a similar way, in a multi-agent system (MAS) [1] , characterized to be a distributed and heterogeneous system, each agent representing a factory, cell, device or application, has its own knowledge and needs to communicate in order to achieve a pre-defined goal or solve a problem. The interaction between distributed agents requires the understanding of the messages that are used to exchange the shared knowledge. This issue becomes difficult if each agent has its own knowledge structure, in analogy with a meeting with attendances coming from different countries and speaking different native languages.
The representation and organization of the shared knowledge is not an easy task, as pointed out by the study elaborated by the National Institute of Standards and Technology (NIST) that refers that the automotive sector in United States spends one billion dollars per year to solve interoperability problems [2] . In fact, the knowledge sharing may present several problems, namely due to:
• The lack of a common view related to conceptual and terminological terms, leading to confusion and reduced understanding.
• The inter-operability, reuse and sharing of the knowledge for a particular domain. The solution is to use proper mechanisms or techniques that guarantee the common understanding and data semantics among distributed entities, as well the capability to reuse and share the knowledge. The concept of ontologies addresses this challenge.
The term ontology is vague and not precise. In spite of the several different definitions of ontology that can be found in the literature, e.g. see [3] [4] [5] [6] [7] , it is consensual that an ontology creates shared understanding, enabling the exchange of knowledge and the capability to reuse that knowledge. In other words, an ontology defines the vocabulary and the semantics that are used in the communication between distributed entities, and the knowledge relating to these terms. An ontology together with a set of individual instances of classes constitutes a knowledge base.
The objective of this paper is the design of an ontology to support the knowledge representation that will be used within the multi-agent system integrating process and quality control in production lines, which is being developed within the EU FP7 GRACE (inteGration of pRocess and quAlity Control using multi-agEnt technology) project [8] . The GRACE ontology will provide the data structure to organize the knowledge that is shared and exchanged between the agents and enable the interoperability between them. In particular, the GRACE ontology formalizes the structure of the knowledge related to:
• The resources available in the production line.
• The product and process models that describe how to produce the catalogue of products.
• The description of the production history, including the results from the inspection tests and supporting the traceability process. The rest of the paper is organized as follows: section 2 overviews the related work, section 3 presents the proposed ontology and section 4 discusses the validation of the ontology by instantiating for a case study. Section 5 discusses the integration of the designed ontology within the GRACE multi-agent system. At last, section 6 rounds up the paper with the conclusions.
II. RELATED WORK
An ontology is designed taking into consideration the domain particularities. The domain discussed in this work is the manufacturing field, and particularly the production lines for home appliances. In the literature, several ontologies addressing the manufacturing domain were proposed by the research community during the last years.
The EU FP6 PABADlS'PROMISE (Plant Automation based on Distributed System Product Oriented Manufacturing Systems for Re-Configurable Enterprises) project proposed a reference meta-ontology for manufacturing [9] . This ontology is generic, with each definition trying to be abstract covering a bigger domain. ADACOR (ADAptive holonic COntrol aRchitecture for distributed manufacturing systems) [10] defines an ontology for manufacturing control domain, which was formalized with the DOLCE (Descriptive Ontology for Linguistic and Cognitive Engineering) language [II] . The FP6 EUPASS project developed ontologies both to structure the knowledge in assembly systems domain and lightweight versions of those ontologies to be used in runtime [12] . MASON (Manufacturing's Semantics Ontology) introduces an ontology with the same objectives, but is expressed with the OWL (Web Ontology Language) language in order to unity the ontologies using cognitive architectures, leading to an implementation of a generic manufacturing ontology [13] .
Other attempts to establish generic manufacturing ontologies are the NIST's description of shop data model [14] , the Automation Objects [15] , the OOONETDA proposal focusing on the infrastructure of automation components by applying the semantic web technologies [16] , and TOVE (Toronto Virtual Enterprise Ontology) that describes an ontology for virtual enterprise modelling [17] . The ISO 15926 standard [18] aims to support the integration of industrial automation systems, being supported by an ontology taking into account diverse variables, including the space and time.
Other ontologies addressing more specific domains in the manufacturing field were proposed, such as the design of ontologies for flexible manufacturing systems [19] , for transport systems [20] , for assembly lines control [21] , for agent-based reconfiguration of production processes [22] , for rent-a-car business [23] and for supply chain and logistic planning [24] . FRISCO is a manufacturing ontology reference that supports the organization of knowledge in automotive supply chains [25] .
The problem here is to find an ontology that perfectly fits on the pre-requisites established for the GRACE production lines domain, since some described ontologies are generic and others focusing specific application domains. The idea is to take the insights of several manufacturing ontologies, and particularly from PABADTS'PROMISE and ADACOR, and design an ontology for the agent-based system integrating process and quality control in production lines, that will be generic enough within the boundaries of the problem specifics.
Ill. GRACE ONTOLOGY
The proposed GRACE ontology aims to represent the knowledge associated to the washing machines production lines domain, which will be used in a MAS application to integrate the production and quality control processes.
The design of an ontology requires the definition of the vocabulary used by distributed entities, formalizing the concepts, the predicates (relation between the concepts), the terms (attributes of each concept), and the meaning of each term (type of each attribute). For this purpose, the ontology schema was edited using the Protege framework (http://protege.stanford.edul), which is a free, open source ontology editor and knowledge-base framework.
For an easy understanding, the GRACE ontology schema has been initially built using a schema similar to the UML (Unified Modelling Language) class diagram format, as illustrated in Fig. I . In the next sections, the several ontological components will be analyzed.
A. Concepts
Concepts are expressions that indicate domain entities with a complex structure that can be defined in terms of classes or objects. The main concepts defined in the GRACE ontology are informally described as follows:
• Failure Type: unexpected event type, like machine failure or delay, which degrades the execution of a production plan.
• Material: entity used during the production process, e.g. tubs, blocks of steel, bearings, nuts and bolts, according to the Bill of Materials (BOM).
• MaterialFamily: family of the material used during the production process, e.g. bearing or tub. (as an example the material bearing SKFI23 can belong to the material family ball bearings).
• ProcessPlan: the manufacturing process to produce a product, i.e. the description of a sequence of operations (for producing a product) with temporal constraints.
• Product: entity (finished or semi-fmished) that is produced by the enterprise in a value-adding process.
• Production Order: entity obtained by aggregating customer orders for the production of products.
• Property: an attribute that characterizes a resource (i.e. a skill) or that a resource should satisfy to execute an operation (i.e. a requirement). It includes a mathematical operator associated to the property value, e.g. the speed is equal to 2000 r.p.m ..
• RecoveryProcedure: entity that describes the procedure to recover from the occurrence of a failure.
• Resource: entity that can execute a certain range of operations as long as its capacity is not exceeded, e.g. a welding robot or a milling machine. Producer, quality controller, transporter, operator and tool are specializations of resource and inherit its characteristics.
• Setup: configuration that a resource should has to be able to execute a range of operations. Events or processes are actions that can be performed by some agents. The proposed ontology comprises the following process entities:
• Failure: description of an occurred disturbance.
• Operation: a job executed by one resource like drilling, welding, assembly, inspection and maintenance, that may add value to the product or may measure the value of the product, e.g. the quality control. Descriptions are a special kind of concepts, used as if they form a separate class, avoiding possible confusions between concepts and their description. Tn the proposed ontology, there are the following descriptions:
• Journal: description of the production of a product instance belonging to a production order executed in the production line.
• JournalDetails: description of the execution of an operation, including the time, participants and results.
B. Predicates
Relations or predicates establish the relationships among the concepts. The main predicates established in the GRACE ontology are:
• comprisesMaterial(x, y): material x uses material y.
• comprisesOperation(x,y): operation x contains operation y.
• describes Operation (x , y): journal details x describes the execution of the operation y.
• executedBy(x, y): operation described in the journal details x was executed by the resource y.
• hasAppliedRecoveryProcedure(x,y): recovery procedure y was applied to solve the failure x.
• hasExecuted(x, y): resource x has executed the operation described in the journal details y.
•
• hasFailureType(x, y): failure x belongs to the failure typey.
• hasJournal(x, y): production order x comprises the production of several product items, each one described by the journal y.
• hasJournalDetails(x,y): journal x comprises the description of the several operations to execute a product item, each one described by journal details y.
• hasMaterial(x, y): product x has the materialy.
• hasMateriaIFamily(x , y): material x is from the material familyy.
• has Operation (x, y): process plan x contains operation y.
• hasOperationPrecedence(x, y): execution of operation x requires the previous execution of operation y.
• hasPossibleRecoveryProcedures(x, y): failure type x can be solved by applying the recovery procedure y.
• hasPossibleResource(x , y): resource y is a candidate for the execution of the operation x.
• hasProcessPlan(x, y): the production of product x requires the process plan y.
• hasProperty(x, y): resource x has the property (skill) y.
• hasSetup(x , y): resource x has the setup y.
• hasTool(x, y, t): producer x has the tool y available in its internal magazine at time t.
• isAssociatedWithProduct(x, y): production order x is associated to the product y.
• materiaIUsed(x, y): journal details x describes that the material y was used to execute the operation.
• requiresProperty(x, y): operation x requires the property y to be executed.
• requiresSetup(x, y): operation x needs the setup y to be executed.
• usesMateriaIFamily(x, y): operation x uses material familyy.
C. Attributes
Attributes are values relative to properties of concepts. The following examples are attributes of the Product concept:
• productlD: a non-negative integer number that provides the unique identification of the product.
• name: the designation of the product.
• description: a statement describing the product.
D. Restrictions
Restrictions are conditions that should be satisfied when instantiating a class. The restrictions can be applied to the predicates, defining the range, domain and cardinality of the classes involved in the relation, and to the attributes of one class, defining the range and domain.
Tn the presented work, several restrictions were established for predicates and attributes. As an example, the predicate hasJournalDetails, between the classes Journal and JournalDetails, has the following specific restriction in terms of cardinality: \fx(A(x) --7 I {y I R(x,y)}1 � 1) , i.e. the cardinality is more than 1 (note: following the OWL formalism described in [26] In terms of restrictions for the attributes, it was established several restrictions for domain and range. As an example, the journalJD attribute has the following restrictions:
• Domain: \fx3y(R(x, y) --7 C (x)), where x is Journal.
• Range: 'Ix, y(R(x, y) --7 C (y)), where y is Integer.
The fulfilment of the identified restrictions is crucial to preserve the consistency of the ontology. Since the OWL is a more expressive language than the Resource Description Framework (RDF), the GRACE ontology is described In OWL.
TV. VALIDA TTON BY TNST ANTTATTNG FOR A CASE STUDY
At this stage, the ontology for production lines integrating quality and process control, was designed (and edited in the Protege framework). An important step before its implementation and usage is the verification of its correctness and the adjustment of some ontological entities.
Several verifications can be performed, namely by using the Java framework for building Semantic Web (JENA) that provides several reasoning tools, like Pellet (http://pellet.owldl.com), to check the consistency and characteristics of the ontology, and by submitting the ontology to an OWL Validator to check the ontology compliance with the W3C standard. The GRACE ontology has passed with success the set of checking tests. 
I FrnnlLo�r
A manual validation can be performed by instantiating the ontology concepts for a particular case study, to support the verification of the ontology correctness and the detection of missing or misunderstanding ontological components. In fact, it allows illustrating the relevance of the proposed concepts, relations, and to improve, add, modify or remove some of the proposed concepts, relations, attributes or restrictions.
This section describes the manual verification performed by instantiation for a case study derived from a washing machine production line. Aiming a better understanding, the instantiation will be presented by analysing separately two different fragments of the ontology model. Fig. 2 illustrates the validation of the fragment of the ontology comprising the "ProcessPlan", "Operation" and "Resource" concepts. Here, it is possible to verity that the process plan "FrontLoader", that defines the process to execute the product "_859201049010_0000", comprises the execution of three operations:
• "BearingTnsertion-Program 1", which uses components from the "ABearing", "BBearing" and "Rear Tub" material families.
• "SealTnsertion-Program 1 ", which should only be executed after the execution of the operation "BearingTnsertion-Program 1", and uses components from the "RearTub" and "ShaftSeal" material families.
• "Marriage-RearTub-Drum-Program 1 ", which should only be executed after the execution of the operation "SealTnsertion-Program 1 ", and uses components from the "ABearing", "BBearing" and "CrossPiece" material families. Also in this fragment, it is possible the possible resources to execute each operation. Tn this way: Burir",.Jnsertion2
�.
Burin' .. JNutionl The operation "BearingInsertion-Programl" can be executed by the resources "Bearing_Insertion 1" and "Bearing_Insertion2".
The operation "SealInsertion -Program 1" can be executed by the resources "Seal_Insertion 1" and "Seal Insertion2".
The operation "Marriage-RearTub-Drum -Program 1" can be executed by the resources "Marriagel" and "Marriage2" . Another perspective of the ontology is related to the classes that describe the dynamic data related to the execution of production orders in the production line, i.e. the classes "Production Order", "Journal" and "JournaIOetails", Fig. 3 . Here, it is considered a production order to produce a batch of 2 items of the product "_859201049010_0000". The order leads to the production of the two appliances described by the instances "Journal 411142011153" and "Journal 411142011154" from the Journal class. Since the production of this product model requires the execution of three operations, as described in the process plan, each one of the two referred instances has three instances of the JournalDetails class, related to the description of the execution of each operation. For example, for the appliance described with the "Journal_ 411142011153", the details are:
• "Journal_Details 1": the operation "BearingInsertionProgram 1" was performed by the resource "Bearing_Insertion 1" with an overall result of OK.
• "Journal Details2": the operation "SeaITnsertionProgram 1" was performed by the resource "Seal Insertion 1" with an overall result of OK.
• "Journal_ Details3": the operation "Marriage-RearTub Drum -Program 1 " was perform ed by th e resource "Marriage1" with an overall result of OK.
The manual validation of the ontology allowed a better understanding of the domain and the correction of some misunderstanding issues in the design of the ontological concepts, predicates, attributes and restrictions.
At this stage, the designed ontology is ready to be used, i.e. integrated within the GRACE multi-agent system.
V. IMPLEMENTATION OF THE GRACE ONTOLOGY
The designed ontology plays a crucial role in the GRACE multi-agent system to enable a common understanding among the agents when they are communicating, namely to understand the message at the syntactic level (to extract the content correctly) and at the semantic level (to acquire the exchanged knowledge).
Since the GRACE multi-agent system is being developed using the Java Agent Development Framework (JADE) [27] , which uses Java, a pertinent question is how to translate the ontology edited in Protege to be used by the agents developed in JADE. Several options can be considered for this purpose.
The first option is to express the ontology in an OWL file. For this purpose, agents should be able to read OWL files and extract knowledge, communicating with small pieces of the ontology through FIPA (Foundation for Intelligent Physical Agents) protocols, e.g. using the Jena Framework [28] and Protege OWL.
The second option is to use the Protege plug-in, OntologyBeanGenerator, which allows generating Java files representing an ontology that can be used with the JADE framework. In this way, the ontology edited and validated in Protege is exported to Java classes, being the knowledge represented by the instances of each class. The agents communicate by using java objects (classes) to share the knowledge between them. The major disadvantage of this solution is the loss of flexibility when the agents want to reason new facts and new rules to be included in the ontology (applying learning mechanisms). Additionally, the extraction process provided by this plug-in presents a malfunction that requires fixing the errors in the generated classes by hand. In this work, the integration of the ontology within the GRACE MAS system adopts the second approach, i.e. the use of the Protege plug-in to generate the Java classes used by agents. Fig. 4 illustrates the use of the ontology (generated from the ontology schema edited in Protege using the plug-in) to support the interaction among distributed agents, where the agents use the same ontology (but different fragments of the ontology) to express the shared knowledge that is exchanged.
The use of Java classes by the agents closes the several phases of the development of the GRACE ontology, started with the conceptualization, passing by the specification of the ontology schema and followed by its validation.
VI. CONCLUSIONS
The GRACE project intends to develop a collaborative multi-agent system which operates at all stages of a production line, integrating process control with quality control at local and global level. Ontologies play a crucial role in the development of such multi-agent system to provide the representation of the shared knowledge.
This paper describes the ontology designed to be used by the multi-agent system integrating process and quality control, and the validation of the ontology by instantiating for a case study derived from a washing machine production. It also discusses how the proposed ontology, edited and validated in Protege, can be integrated in the multi-agent system that is being developed using the JADE agent development framework.
As future work, some effort will be dedicated to the implementation of the ontology schema within the multi agent system.
