Abstract-Snake robots are biomimetic robots highly suited for traversing challenging terrain where traditional robots have difficulty moving. A key aspect is obstacle-aided locomotion, where the snake pushes against the environment to achieve the desired propulsion. The main focus of this work is to optimally determine how to use the motor torque inputs that result in obstacle forces suitable to achieve some user-defined desired path for the snake. To this end, we present a new dynamical snake model, an explicit algebraic relationship between input and obstacle forces, and formulate an optimization problem that seeks to minimize energy consumption while achieving propulsion along the desired path.
I. INTRODUCTION
Snake robots are biomimetic robots, designed to move in the same manner as biological snakes. In nature, snakes show remarkable adaptability in the different types of environments they can traverse. In addition to moving in highly unstructured environments, they can also swim, climb and -in some species -glide [1] . It is especially the ability to move efficiently in difficult terrain (dense forests, ruined buildings, etc.) where traditional wheeled or tracked robots have difficulty and flying robots can't go, that is interesting for snake robots. The ability to switch from one environment or propulsion mode to another (e.g., crawling to swimming) is also interesting. A machine capable of snake-like locomotion has a wide variety of applications, e.g., search-andrescue, fire-fighting, inspection and exploration [2] - [4] .
Conceptually, snake robots are n serially connected links, only attached to each other. Planar robots, such as the one discussed in this paper, therefore have n + 2 degrees of freedom (center of mass position and n rotation angles) and only n − 1 control inputs at the n − 1 joints. Unlike robot manipulators, they are therefore under-actuated. [2] , [5] Snake locomotion on smooth, usually flat, surfaces has been extensively studied (e.g., [2] , [6] - [11] ). Many real-life environments are not smooth, but cluttered. A key aspect of practical snake robots is therefore obstacle-aided locomotion, first defined by [12] . During this type of locomotion, the snake uses obstacles in the environment as push-points to propel itself forwards. This is common in nature [2] . Without proper use of obstacle-aided locomotion, snake robots lose their key advantage over other types of mobile robots, namely the ability to traverse a wide range of terrain.
Many authors, e.g., [2] , [12] - [15] , have presented models of snake robots in cluttered environments. These models are all of snakes with uniform links, and link centers of mass coinciding with the geometric center of the links. However, some snake robots do not conform to this, including a new experimental platform on which we hope to test novel control strategies [16] . Therefore, we have developed a new model, presented in this paper. The model is of a planar snake, with non-uniform links, and where the links' center of mass need not coincide with their geometric centers. This model is a more general form of that presented in [2, Ch. 2] .
Obstacle-aided locomotion has been addressed in, among others, [2] , [6] , [13] , [17] - [19] . Some of this research has been on shape-based control, where a basic motion pattern is propagated along the snake robot's body, and the pattern adjusted as necessary due to the presence of obstacles [2] , [6] , [17] . Other research has focused on asymmetric pushing against obstacles, with the pushing pattern fixed and determined a priori [18] ; or on snake robots than can deform to exert extra push against the obstacles [13] .
In this paper, we present a solution based on a different approach. The control of the snake robot is based on a hierarchical control structure (Fig. 1) . We assume that trajectory planning for the snake's center of mass and head orientation (the first block in Fig. 1 ) has been done by higher-level control strategies or a human operator. The low-level control of individual joint angles is briefly touched upon, but not in detail, as this has been covered by previous authors (see, e.g., [2] ). The component of the control hierarchy covered here is the second level, which deals with how to map a desired trajectory to obstacle contact forces, and these forces to control inputs.
Trajectory planning
Low-level control Force mapping We determine an explicit, algebraic relationship between motor torques and obstacle forces, based on a fully dynamic model (unlike [19] , which is based on static analysis). Since the number and nature of contact points between snake robot and obstacles changes discretely [2, Ch. 10], the relationship is only valid for single instances in time. The algebraic relationship is then updated on-line as the situation changes.
We use this relationship to determine the inputs that give the desired forces required to move the snake in the motion determined by the path planning algorithm or user, using an optimization criterion based on minimizing energy consumption (by proxy of the square of the motor torques), 2014 IEEE/RSJ International Conference on Intelligent Robots and Systems (IROS 2014) September 14-18, 2014, Chicago, IL, USA while achieving the control goal. The optimization is by necessity performed on-line.
The main contributions of this paper are:
• A dynamical model for snakes with non-uniform links (Sec. III).
• Main contribution: An explicit, algebraic relationship between motor torque inputs and the resulting obstacle forces, based on the dynamical model (Sec. IV).
• Main contribution: The formulation of an optimization problem that uses the motor torque-obstacle force relationship to achieve a desired snake motion, while minimizing energy consumption (Sections VI and VII).
• A criterion for determining if a particular path can be used for snake locomotion (Sec. VI-A). Currently, the user has to determine a path for the snake, a non-trivial task even with the suggested criterion. In our opinion, the search for an automatic way of doing this remains an important future challenge for obstacle-aided locomotion.
II. NOMENCLATURE
The following notation is used in this work:
• Vectors are represented in a global, inertial reference frame where applicable.
• Vectors are written in lower-case, non-bold italics.
• Matrices are written in upper-case, non-bold italics.
• Elements of a vector are indicated with a subscript, e.g., x 2 is the second element of the vector x.
• The diag(·) operator creates a diagonal matrix based on a vector argument.
• For the vector θ, sin(θ) and cos(θ) are the vectors of sines and cosines.
• As a shorthand, s i = sin(θ i ) and c i = cos(θ i ).
• Some vectors have, as a shorthand, defined matrix equivalents that are the diagonal matrices formed by the relevant vector. E.g., M = diag(m) where
A. The snake See Fig. 2 for a visual representation of some of the parameters and variables listed here. Links are numbered from 1 (tail) to n (head).
1) Physical parameters: Physical parameters of the snake: n ≥ 3 ∈ Z Total number of links. There are n − 1 joints. θ ∈ R n .) x i ∈ R x-position of the center of mass of link i relative to the inertial frame. (Vector: x ∈ R n .) y i ∈ R y-position of the center of mass of link i relative to the inertial frame. (Vector:
Position of the snake's center of mass in the inertial frame.
3) Forces/moments: Forces and moments of the snake: u i ∈ R Motor torque on link i from the joint connecting links i and i + 1. (Vector: u ∈ R n−1 .) h x,i ∈ R Constraint force on link i from link i + 1 in the global x-direction. (Vector: h x ∈ R n−1 .) h y,i ∈ R Constraint force on link i from link i + 1 in the global y-direction. (Vector: h y ∈ R n−1 .) f x,i ∈ R Obstacle contact force on link i in the global xdirection. Zero for links not in contact with an obstacle.
(Vector: f x ∈ R n .) f y,i ∈ R Obstacle contact force on link i in the global ydirection. Zero for links not in contact with an obstacle.
Distance from the center of mass of link i to the point through which the contact force [f x,i , f y,i ] T is acting. l i = 0 when the obstacle is in contact with the link's center of mass and (for simplicity) for links not in contact with obstacles. (Matrix: L ∈ R n×n .) τ r,i ∈ R Ground friction torque on link i. (Vector: τ r ∈ R n .) f r,x,i ∈ R Ground friction force on link i in the global xdirection. (Vector: f r,x ∈ R n .) f r,y,i ∈ R Ground friction force on link i in the global ydirection. (Vector: f r,y ∈ R n .)
B. Obstacles
Parameters of the obstacles: n C ≥ 1 ∈ Z Number of obstacles in contact with the snake. γ i ∈ {−1, 0, 1} Indicates on which side of the link the obstacle is. For obstacles to the right of the link, γ i = 1 and vice versa. Zero for links not in contact with an obstacle. (Vector: γ ∈ R n .) f i ∈ R Signed magnitude of the obstacle force on link i.
n C ×n Selector matrix indicating which links are in contact with an obstacle.
C. Control
Control variables: n d ∈ [1, n) Number of links to be individually controlled. θ c ∈ R n d Angles of the links to be individually controlled. P ∈ R n d ×n Selector matrix indicating which links are to be individually controlled. 
D. Miscellaneous
Some constants and variables used throughout this work:
Furthermore, I is the identity matrix of appropriate dimensions (usually n × n). Note that (DD T ) −1 always exists for n ≥ 2 [2] .
III. THE DYNAMICS OF SNAKE MOTION
To derive the equations describing the dynamics of the snake robot's motion and ensure a well-formulated problem, some assumptions have to be made:
1) The snake is planar.
2) All joints are actuated.
3) There are n ≥ 3 links. The links may be non-identical. The centers of mass of the links do not need to be in the geometrical centers of the links. 4) Each link is touching at most one obstacle, and the snake at least one. 5) The obstacles are dimensionless; contact is at a single point. 6) Ground and obstacle friction can be modeled as coulomb friction. There is no stiction. 7) The links and the obstacles are perfectly rigid, and the obstacles immovable. 8) The desired trajectory of the snake's center of mass and the desired orientation of the snake's head are known and twice differentiable w.r.t. time. The model that will be presented here is similar to that found in [2] , but generalized to include non-identical links and rotational friction.
A. The dynamic equations
Extending [2, (2.11)] to non-uniform links gives the link positions
These equations reflect the geometric relationship between the link centers of mass and the snake center of mass.
Taking the time derivatives of (1) and (2) gives the link velocities and accelerationṡ
The translational dynamics of the links are given by
Inserting (5), (6) into (7), (8) and solving for h x and h y gives
The dynamics of the snake's center of mass follow Newton's Second Law; the time derivative of the momentum of the center of mass is equal to the sum of the external forces, or
The rotational dynamics of the links are given by
Inserting (9) and (10) into (12), we get
where we have used the definition of K l .
Combining the above with the dynamics of the snake's center of mass, we get the total dynamics
nmp y = e T (f r,y + f y )
where
We note that, if m i =m, J i =J and l h,i = l t,i =l ∀ i, and τ r = f x = f y = 0; then the above equations would match [2, (2.33)].
IV. THE OBSTACLE FORCE The force acting on link i from an obstacle consists of two parts: one normal to the link and one tangent to the link. The normal force prevents the link from moving into the obstacle, and is the counter-force to the force with which the link is pushing against the obstacle (due to the action of the joint motors) by Assumption 7. The tangent force is due to friction. Let us define these forces as f i,c ∈ R 2 (constraint) and f i,f ∈ R 2 (friction), see Fig. 2b . Then, the obstacle force
T ∈ R 2 is given by
Let us assume that link i is pushing against an obstacle with a force of magnitude f i , then f i,c = f i . If we definef i ∈ R as a "signed force magnitude" so that |f i | = f i,c and the sign off i indicates on which side of the obstacle link i is (f i > 0 for obstacles to the right of the link and vice versa), then the constraint force on link i from the obstacle will be given by
To compute the friction, we need to know the velocity of the link at the point of contact with the obstacle. Let the position of the obstacle be p o,i ∈ R 2 in the inertial frame, p
2 be the position of the center of mass of link i, and p c,i ∈ R 2 be the vector from the contact point to the center of mass of link i. Then,
The obstacle's position is fixed in the inertial frame, sȯ
We need the component of the velocityṗ c,i that is tangent to the link, as only this will contribute to the friction. Let v i,t ∈ R denote this component. Then,
The friction will be proportional to the force with which link i is pushing against the obstacle (Assumption 6). Therefore,
For convenience, we defineμ i −µ sign(f i ) sign(v i,t ) so that
Not all links are in contact with obstacles; for these links f i = 0. The vectorf ∈ R n includes forces that are zero, while f C = Pf ∈ R n C is the vector of only those signed force magnitudes that are non-zero. Furthermore,
so that
Note that f C , likef , contains signed values, and these signs must be preserved, as the sign indicates on which side of the obstacle the link is. Switching the sign would be equivalent to a link spontaneously moving to the other side of the obstacle. With γ i as the correct sign off i and
f C must satisfy the constraint
We will show that f C can be uniquely determined by the choice of u.
A. Finding f C
The links have to satisfy the non-holonomic constraint that the links' velocity component into the obstacles is zero (Assumption 7). Once again,ṗ c,i =ṗ i is the velocity of the link at the point of contact. The normal component of this velocity, v i,n = [−s i , c i ]ṗ i ∈ R has to satisfy
Since γ i = 0 for links not in contact with obstacles, this is trivially satisfied for those links. For the links that are in contact with an obstacle, this presents a genuine constraint.
To simplify the analysis, we make the following observation: If a link is in contact with an obstacle, the force it can generate will either help the snake move in the desired manner or it won't; in the latter case we should not let the snake push against it (the resultant force from that obstacle is then zero). However, obstacles that are currently not helpful may be so in the future, as the desired motion might change. As such, links that are in contact with obstacles should remain so (but we should not necessarily push against them).
We therefore choose the constraints to be
In other words, we will use control action u to enforce a stricter constraint (30) than is enforced by the model (29). We now write the constraints vectorially. Let v n = [v 1,n , . . . , v n,n ] ∈ R n . Eq. (30) gives P v n = 0 ∈ R n C , or
To find the forces arising from this constraint, we need the time derivative of (31); the constraint forces arise from the equation [20, Ch. 6] dP v n dt = 0 .
As long as the snake does not lose/gain contact with any obstacles,
Using (5) and (6), we find
Inserting the dynamics (13)-(15) into (33) and premultiplying with P , we rewrite (32) as
where A f ∈ R n C ×n C , A u ∈ R n C ×(n−1) and b f ∈ R n C are given by
We note that, assuming A f to be invertible, the inequality constraint (28) can be rewritten as a constraint on u, namely
V. FINAL DYNAMICAL EQUATION
We can now rewrite the dynamical equations for the snake:
where B ∈ R n×(n−1) and g r ∈ R n are given by
Note that the matrices A f , A u , G x , G y , P , Γ C and the vector b f will change depending on which links are in contact with obstacles. This will change over time, as discrete events, and the equations are only valid as long as this does not occur.
The dynamics of the snake forms a hybrid system; a new set of equations of similar structure but with different values for the matrices will be valid after the discrete event. This is in accordance with the results of [2, Ch. 10] . No effort is here made to model the transitions, as this is not necessary for the optimization algorithm and thus beyond the scope of this work.
VI. CONTROL OBJECTIVE
The primary objective is to get the snake to move in the desired direction. We express this as a desired path for the snake's center of mass and a desired head angle, assumed known (Assumption 8).
In order to achieve this, external forces have to be present. In this case, that is predominantly achieved from pushing against obstacles. As the angle of the link determines the direction of the obstacle force (22), links that are in contact with obstacles might need to maintain a certain angle to achieve desired direction of the force. If a link is in contact with an obstacle and the snake moves, the link will at some point leave the obstacle. It may therefore be considered useful to also angle the following link so that it will hit the obstacle at the right angle.
It is possible to demand specific behavior of other links. However, this would reduce redundancy. Furthermore, it is largely unnecessary; only the behavior of the snake at or near obstacles is likely to have a significant effect on the propulsion of the snake. Other links contribute only via friction, which is likely to be dominated by the obstacle forces, and would largely be the same no matter the configuration of the snake between obstacles.
Let us formalize the control objective.
We define the error between the angles we wish to control θ c and the desired values for these angles θ d (assumed known, Assumption 8) asθ = θ c − θ d ∈ R n d . We find
We define the error between the actual position of the snake's center of mass [p x , p y ] and the desired position
We find
The low-level control action u (Fig. 1) gives the closedloop dynamicsθ = fθ(θ,θ, t) (43)
The precise nature of fθ, fp x and fp x are determined by the low-level controller.
Regardless of the precise functional expressions, we can insert the desired dynamics (43)-(45) into the actual dynamics (40)- (42), and rewrite the equations as
where A e ∈ R (2+n d )×(n−1) and b e ∈ R 2+n d are given by
The control input would be any u that satisfies (46). (Note that this holds true no matter which low-level controller is chosen.) We describe a method for choosing a specific u in Sec. VII, and a simple low-level controller in Sec. VI-B.
A. Path quality
A pertinent question is under what conditions (46) has a solution. This is not trivial to answer, and will depend on the configuration of the snake and the number and position of the obstacles. While it is fairly easy to check numerically to see if a particular configuration allows a solution to (46) (e.g., by the Rouché-Capelli Theorem [21] ), an analytical criterion would rapidly become cumbersome.
At least in part, the problem also depends on the choice of path, as the situation at the links in contact with the obstacles is largely determined by the path the head took earlier. A perfectly controlled snake robot is analogous to a train: the path are the tracks, the head the locomotive, and the other links the railcars; the rail cars/links must follow the same path as the locomotive/head link. Of course, the snake will not be perfectly controlled in practice, but the analogy is often a useful abstraction. As mentioned previously, automatically finding a good or even feasible path is an unsolved problem, beyond the scope of this work, and assumed generated by the first block of Fig. 1 (a human  operator or future algorithms) .
However, a method for checking the quality of a chosen path (i.e., its suitability for locomotion) presents itself: The existence of a solution to the equation A e u = b e , under the constraint
f b f , implies that useful forces can be generated. If a solution exists no matter where on the path the snake is, then the path will be traversable.
This can be investigated off-line.
B. Low-level control design
Design of the low-level controller (Fig. 1) is not the main focus of the paper, and largely beyond the scope of this work. None the less, we here present a simple low-level controller capable of achieving the control goal. Refinement or design of a better controller remains future work.
Let
Then, assuming (46) can be solved for u, the closed-loop dynamics are given bÿ
which, with appropriate choices for the controller gains, have an exponentially stable equilibrium at the origin. (This is a feedback linearizing controller.)
VII. OPTIMIZATION
Given that there will most likely exist more than one solution to the control equation (46), it seems prudent to choose one that minimizes the energy consumption of the snake. For convenience, we use a weighted sum of the squares of the joint torques u i as a proxy.
So far in the paper, we have described several constraints that need to be satisfied. These are: that links cannot spontaneously move to the other side of the obstacles, represented by (39); that links should not move away from obstacles and that the control objective is satisfied, both covered by (46). In this section we also add a new constraint based on the maximum torques of the motors.
Optimization Problem 1: For any time instant t, minimizing the energy cost while ensuring that the snake moves in the desired direction can be done by solving the following quadratic programming problem:
where z ∈ R 2+n d are slack variables; and Q u ≥ 0 ∈
We note that this problem is a convex quadratic programming problem, and as such will have a unique globally optimal solution. Algorithms for solving such problems are fast and readily available in a wide variety of software packages. We also note that while the precise numerical values of Γ C , A f , A u , b f , A e and b e change depending on system state, desired path and the chosen low-level controller, the optimization problem still remains fundamentally the same; for each time step we simply use the new, updated values.
If the optimal slack variables z are not very small, then the desired trajectory is not achievable in the current snake/obstacle configuration and the trajectory planning ( Fig. 1) was poor.
VIII. NUMERICAL RESULTS
The ideal test (other than experimental verification) of the optimization problem suggested in this paper, would be to test the snake's ability to traverse a simulated, cluttered environment. However, this necessitates some methodpreferably automatic -of determining the desired angles
T . As previously discussed, the creation of an automatic method is non-trivial and an active area of research, and beyond the scope of this paper.
Instead, a simple demonstration of the optimization problem, for a single frozen moment in time, on a virtual snake robot, is presented to illustrate the algorithm.
The specifics of the ground friction has so far been of little interest. For the numerical calculations, we used coulomb friction with friction coefficients µ g (linear ground friction f r,x , f r,y ) and µ g,r (rotational ground friction τ r ). Table I defines the physical constants of the snake (link sizes but not the arbitrarily selected weights match the robot of [16] ). Table II contains the current state of the snake, and  Table III the number and placement of the obstacles. The control parameters are listed in Table IV . In this example, the snake is currently in a sinusoidal pattern, in contact with five obstacles. The center of mass is moving slowly, and the desired position of the snake's center of mass is 1 m to the right.
The optimal parameters found can be seen in Table V and illustrated in Fig. 3 . In Fig. 3 , obstacles are drawn as circles. Crosses represent the joints on the snake, and the crossed circles indicate link centers of mass. The head is to the right. Constraint forces f i,c are dashed, while actual contact forces f i (includes obstacle friction) are solid. The forces indicated OtherP i,j 0 -θ dP θ raḋ As we can see, the optimization algorithm is, for this configuration, able to find a globally optimal solution. Using MATLAB 2013b on a laptop with a 2.3 GHz Intel Core i7 processor, the algorithm completes in approx. 0.1 s; implemented in a compiled language such as C it is expected to be several magnitudes faster. 
IX. CONCLUSIONS
This paper has investigated a solution to a fundamental problem in snake locomotion: how to best utilize obstacles in the environment as push-points to achieve desired locomotion.
To investigate this problem, we present a model of nonuniform snake robots in contact with obstacles and find an explicit, algebraic relationship between motor torque inputs and obstacle forces.
Using the input-obstacle force relationship, we present a method for obstacle-aided locomotion. Given any system state, a desired path, and desired angles for some of the links, the optimization problem we present (a convex quadratic programming problem) minimizes energy (by proxy of the square of the motor torques), given the constraint that the control goal is to be satisfied.
Assuming there is a feasible solution, the optimization problem is easily solvable by existing algorithms. As a byproduct, the existence of feasible solutions can be used to determine, off-line, if a path is suitable for locomotion or not, something that has until now been difficult to determine.
The solution presented here is an important step on the road to practical obstacle-aided locomotion; however, there are two key issues that remains future work. First, an automatic method for finding the desired link angles at the obstacles, given the desired path (these reference angles are currently assumed user-supplied). Second, given a specific environment, an automatic method of finding the desired path (also, currently assumed user-supplied). These are major, ongoing areas of research in snake robotics.
