Abstract. We investigate three-dimensional visibility problems for scenes that consist of n nonintersecting spheres. The viewing point moves on a flightpath that is part of a "circle at infinity" given by a plane P and a range of angles {ct(t) l t e [0 : 1]} c [0: 2~]. At "time" t, the lines of sight are parallel to the ray in P, which starts in the origin of P and represents the angle ~(t) (orthographic views of the scene). We give an algorithm that computes the visibility graph at the start of the flight, all time parameters at which the topology of the scene changes, and the corresponding topology changes. The algorithm has running time O((n + k + p) log n), where n is the number of spheres in the scene; p is the number of transparent topology changes (the number of different scene topologies visible along the flight path, assuming that all spheres are transparent); and k denotes the number of vertices (conflicts) which are in the (transparent) visibility graph at the start and do not disappear during the flight.
1. Introduction. In this paper we investigate a dynamic three-dimensional visibility problem, where the viewing position moves on a circular arc around the origin. We consider a scene that consists of n nonintersecting spheres s 1 .... , sn. The flight path is a part of a "circle at infinity" given by a plane P and a range of angles. The range of angles {~(t)lt~ [0: 1]} c [0:2n] is parametrized by a "time" parameter t ~ [0: 1]. Here, ~(t) is a monotonically increasing function. At time t, the lines of sight are parallel to the ray r(t) in the plane P, which starts in the origin of P and represents the angle ~(t) (see Figure 1 ).
We give an algorithm which computes the visibility graph at the start of the flight path and all time parameters t, at which the topology of the scene changes, together with the corresponding topology changes. The algorithm has a running time of O((n + k + p) log n), where p is the number of transparent topology changes (the number of different scene topologies visible along the flight path, assuming that all spheres are transparent); and k denotes the number of intersections (conflicts) which are in the transparent visibility graph at the start of the flight path and do not disappear during the flight. (Two nested spheres are also said to be in conflict.) Note that 0 < k < n 2 and 0 < p <//3. In the transparent visibility graph we store not only the visible, but also the hidden edges and vertices. example, in a system of n spheres, whose visibility graph consists of n concentric circles, k will be f~(n2), even though the view itself will have a complexity of only O(n).)
Visibility problems of this kind arise in the field of molecular graphics when, for example, molecules are rotated. In this application the atoms of the molecules are represented by spheres, the so-called van der Waals hulls of the atoms.
A short overview about similar problems concerning polygonal scenes can be found in [2] . In that paper, Bern et al. present algorithms having running times O((n z + p) log n), O(n 2 log n + p), and O(n z + p log n), where n is the total number of edges of the polygonal objects in the scene. For terrains, they obtain a running time of O((n +/)23(n) log n), where I is the number of opaque topology changes. For terrains and vertical flight paths, they get a running time of O(n24(n) log n). The latter result was also obtained by Cole and Sharir [3] . Here, 2s(n) denotes the maximal length of an (n, s)-Davenport-Schinzel sequence. It is known that 23(n) = | and 24(n) = O(n2"~")), where ~(n) is the inverse of Ackermann's function. See [4] and [1] .
Other related results and methods can be found in [8] and [6] . In [8] Plantinga and Dyer use "aspect graphs" to solve visibility problems. Mulmuley [-6] gives algorithms for hidden surface removal for a polygonal scene with respect to a moving viewpoint. His first algorithm preprocesses the set A of scene polygons in time O(n,(A) log n + n(log n) 2) and builds a cylindrical partition of R 3 of size O(nr(A) + n). Here, nr(A ) denotes the number of "regular crossings," which is smaller than n 2. Given any viewpoint v ~ R 3, the scene visible from v can be generated in O((log n) 2 + I log n) time, where I is the size of the "fictitious" scene. Mulmuley's second algorithm computes all ks "semiopaque" topological changes between successive scenes in case the viewpoint is moving on a linear flight path. The algorithm takes O(k s log n + n2~(n) log n) time, where n is the number of edges of the polygons in the scene.
As far as we know, the present paper is the first that considers these problems for spheres.
In Section 2 we show what kind of events change the topology of the scene. We describe, in Section 3, how the spheres (resp. their centers) move in the projection plane during the flight. In Section 4 we give the algorithm for computing the events that cause changes in the topology of the scene and analyze its running time. Section 5 contains some concluding remarks. . At time t, the scene is projected on a plane ~t, which is orthogonal to the ray r(t). This ray r(t), which represents the angle ~(t), is contained in the plane P and starts at the origin of P. We assume that:
(1) The origin of the object space is always projected in the origin of ~,. ( 2) The intersection of P and ~t is the x-axis of plane ~t.
We investigate the topology changes in the planar graph Gt, which represents the projection of the scene in ~t at time t. The vertices of Gt represent all visible and nonvisible intersection points of the circles in ~r These circles are the images of the spheres under the projection in ~t. The image c~ of the sphere si in plane ~t is called the circle of si at time t. The edges of the graph Gt are circular arcs. A transparent topology change occurs at time t, if the graph G t changes, that is, for all sufficiently small e > 0, Gt-~ and G~+~ are nonisomorphic graphs. The proof of Lemma 1 is obvious. We refer to topology changes being of type (1), (2), or (3), respectively, according to their classification in Lemma 1.
Instead of moving the viewing point, we can also rotate the scene around a rotation axis and keep the viewing point fixed. We transform the whole scene in O(n) time, such that:
(1) The viewing point is at z = + oo, i.e., the projection plane go is parallel to the xy-plane. 
t) = (xi(t), yi(t), zi(t) ). Then mi(t ) = (xi(t), yi(t))
is the image of M~(t) under the projection at time t.
In order to compute all topology changes of type (1) We determine all pairs s~, sj of spheres that have a conflict. For each such pair, we determine all time parameters t at which they conflict together with the corresponding parametrized curves:
(undefined if c~ n c~ = {Pl, Pr} and p~ lies to the left ofm~(t)mj(t),
ISIj(t)
is one single point,
= {Pl, P,} and pr lies to the left ofmi(t)mj(t).
The cur,ves ISIj(t) and IS[j(t) describe the movements of the intersection points of c~ and c~ during the rotation. As we will see below, if A _< re, the set of all time parameters t at which si and sj have a conflict consists of at most three subintervals of [0: 1]. Moreover, this set of parameters and the corresponding curves can be computed in constant time for each pair s~, sj.
How can we determine all pairs s~, sj of spheres having a conflict? 
Since yi(t) -yj(t) = Yi -Yj is constant and rain Imp(t) -mj(t)l = Yi -yj)2 + rain Ixi(t) -xj(t)l ,
O~<t~l the minimal distance of the x-coordinates of m~(t) and mj(t) at any time. 
We consider the orbits of m{(t) = (xi(t), zi(t)) and m~(t) = (xj(t), zj{t)) of the centers Mi(t) and

r ---arccos(xi(O)/di), and q6j = arccos(xj(O)/dj). We consider the x-coordinates xi(t ) = xi(a(t)) = di cos(a(t) + ~bi) and xs(t) = xj(a(t)) = dj cos(a(t) + qSj)
as a function of the angle cr = a(t) and define xdistj~(a) as the difference of the x-coordinates of mi(t) and rnj(t). We have
We discuss [xdisto(oO[ as a function of a, where 0 _< a < 2rE. The function has its minimum (which is zero) for a = -q~ and a = -~o + re, and its maximum for =-q) + n/2 and c~ =-q~ + 3n/2. The function I xdistij&)[ increases from = -~0 to e = -(p + ~/2, and from e = -~o + rc to e = -~o + 3rc/2. It decreases from a = -q~ + re/2 to c~ = -~o + re, and from ~ = -q~ + 3n/2 to a = -q~ + 2~ = -~0.
The following lemma is an immediate consequence of this monotonicity property.
Lr~MMA2. The value of mino<_t<_l]xdistij(e(t))] is equal to Ixdistlj(~(O))l, Ixdisto(~(1)) I, or O.
It follows from Lemma 2, that we can find all conflicts between circles in the projection plane in the following way: First we compute all conflicts in the graphs Go and G~. Then we search all pairs s~, s~ of spheres with min (Note that these three cases are mutually exclusive.) Thus, for a given st, the problem to compute all sj with mino<_t<_l]xdisto(a(t)) ] = 0 is reduced to a few simple interval queries. These interval queries can be answered efficiently using data structures that are based on priority search trees.
THEOREM 1 [51. Let S be a set of n intervals on the real line. A dynamic data structure T(S) storing S exists such that we can insert intervals into S and delete intervals from S in time O(log n). The data structure has size O(n). Given a query interval we can enumerate: 9 All s intervals [a: b] ~ S containing the query interval in time O(log n + s). 9 All s intervals [a : b] ~ S contained in the query interval in time O(log n + s).
See [51 for a proof of Theorem 1. The structure T(S) is called the ic-structure of S. Note that T(S) is based on two priority search trees. 4 . Determining All Topology Changes. In this section we give the algorithm that computes all topology changes in the scene, when the spheres in the object space are rotated by an angle A < re. The algorithm consists of three steps.
Step 1. For t = 0, 1, we compute all conflicts in the set of n circles c~. These are found with a slightly modified version of the plane sweep algorithm of Nurmi [7] . Note that this algorithm sweeps over the plane from top to bottom. The main data structure of the algorithm is a balanced binary search tree storing the circular arcs cut by the sweep line. A node-list is associated to each arc in this tree. The node-list of an arc contains the names of all circles that cover the interval from that arc to the next arc. The algorithm that finds all conflicts in the graphs Go and G1 is basically the same as in [7] . However, because we also have to find all conflicts, where one circle is contained in another, we have to do some additional tests: Each time the sweep line reaches the north pole of a circle c~, we have to test this circle against all circles c~. that are stored in the node-list of the interval t containing the north pole of c~. In such a test we check if c~ is contained in cj. (See [-7] for details, especially for the notion of node-fist.)
For every pair s~ and s t of spheres which have a conflict in Go or GI, we test whether and when a topology change of type (1) or (3) arises during the rotation. We store all these topology changes in an event queue Qe sorted in order of increasing time parameter t.
Step 2. We search for all pairs s~, sj such that
O_<t_<l
Note that we can find pairs of spheres which we have already detected in step 1.
We consider the points m/-= (xi(O), Yi -ri) and m + = (xi(O), Yi + ri), 1 <_ i <_ n. We sort these points in order of increasing y-coordinates. We do a sweep from y = -~ to y = ~. Each time we reach one of these points, the sweep line stops.
We now explain what has to be done when we stop at point p.
Assume (1) (1) and (3) take place for this pair. All these topology changes are stored in the even queue Qe.
yj -rj <_ yi -r~ < Yt + rj is stored in an/c-structure T(Srz). (a) If xi(O) = xi(1), we search for all intervals in T(SI,) and T(Srl) which contain xi(O). Then we insert the interval [xi(O):xi(1)] in the tree T(S,r). (b) If xi(0) < xi
Assume p = mi +. Then we delete the interval with endpoints x~(0), xi(1) from the corresponding/c-structure. More precisely, if xi(0) < xi(1), we delete the interval
Step 3. Finally we determine all topology changes of type (2) . For each sphere s t which has at least one conflict, we do a sweep from t = 0 to t = 1. During this sweep we only consider the set Ci of spheres which have a conflict with s t. This set Ci is obtained from QeDuring the sweep, we maintain a balanced binary search tree B, which contains the intersection curves 1Sly(t) and IS'~j{t) which are defined at time t. At time t, the curves ISlj(t) and 1S~j{t) in the current version of the tree B are stored in order of increasing angles
61j(t) = arccos((x_ISIj(t) -x,(t))/r,) and fi~j(t) = arccos((x_lS~j(t) -xi(t))/ri),
where x_ISls(t) and x_IS~j(t) denote the x-coordinates of ISlj(t) and IS~j{t), respectively.
In the event queue Q~ of the sweep we store all time parameters t at which:
1. There is a j such that the curve 1SIj{t) or 1S7~(t) changes from undefined to defined or vice versa.
2. There is a j such that s i ~ Ci and c~ n e~. = c~.
3. There are j, k with j # k and a, b ~ {l, r}, such that 1STj{t) = IS~k(t).
When we stop during the sweep, in order to insert or delete a curve 1Sli(t) or IS~j(t) in the tree B or to swap two curves' positions, we have to compute all intersection points of the new neighbors in B. This can be done in constant time for every pair IS~s(t ) and IS~k(t) of new neighbors. The equations of the intersection points, which can be found in the Appendix, imply that there are only a constant number of parameters t, where
IS'[~(t) = IS~k(t). If IS~j(t) = IS~k(t),
t then we have found a parameter t where three circles ci, c}, c~ intersect in one point. If c~ = c}, then every point 1Slk(t) and 1S~k(t) with k # j, which is in B at time t, is a point where three circles c~, c}, c~ intersect. All these parameters t and the corresponding topology changes are stored in the event queue Qe.
As mentioned above, we carry out this procedure for every sphere si, i = 1 .... , n, which has at least one conflict with another sphere.
We now analyze the running time of the algorithm. Let k be the number o in the graph Go, which do not disappear of conflicts between the circles c o .... , c, during the rotation. Let Pl be the number of transparent topology changes which we find in Step 1. The integer P2 is defined as the number of transparent topology changes we find in Step 2 which we have not found in Step 1. Finally, P3 is the number of transparent topology changes of type (2) . Then p = Pl + P2 + P3 is the total number of topology changes during the rotation.
The conflicts in the graphs G O and G1 are computed by the modified plane-sweep algorithm of I-7] . This modified algorithm takes O((n + k + pl) log n) time. Note that we determine both visible and occluded intersections. The sweep in Step 2 takes O(n log n + k + Px + P2) time. Since the intersections between two curves ISTj(t) and ISbik(t) can be computed in constant time, the entire Step 3 takes O((k + Pl + P2 + Pa) log n) time. Thus, we get a running time of O((n + k + p) log n) for the entire algorithm.
Since an arbitrary angle A < 2re can be partitioned into two angles that are at most n, we have obtained the following result: THEOREM 2. Let S be a scene, which consists of n nonintersecting spheres. All transparent topology changes for a flight path, which is a part of a "circle at infinity" given by a plane P and a range of angles, can be computed in time O((n + k + p) log n). Here, p is the number of transparent topology changes and k is the number of transparent conflicts at the start, which do not disappear during the flight.
5. Concluding Remarks. We have given an algorithm for maintaining the visibility map of a collection of nonintersecting spheres when the viewpoint moves on a circle at infinity. The algorithm has a running time of O((n + k + p) log n).
Of course, one open problem is to improve our time bound. First, it would be interesting to find an algorithm that spends only constant time for each topology change, instead of O(log n).
Second, it would be interesting to develop algorithms whose running times depend on the number of opaque topology changes instead of the number of transparent changes.
Finally, it is not known whether our techniques can be applied to similar problems for other objects besides spheres.
Appendix. We describe a way to solve the intersection equations, which arise in
Step 3 of the algorithm. We consider the sphere s i and two other spheres sj, Sk, which have a conflict with si. Let
c[: (X--xi(t)) 2 + yz = r 2, c): (X --xj(t)) 2 + (Y --yj)2 = r 2, Ctk: (X --Xk(t)) 2 + (Y --Yk): = r2
be the equations of the corresponding circles in the projection plane. We assume for simplicity that yi = 0. First, we compute two lines lij(t) and Ilk(t): The line lo(t ) (resp. Ilk(t)) passes through the intersection points c~ n c} (resp. c~ n c~). The line lo(t ) (resp. lik(t)) is orthogonal to the line through the centers mi(t) and ms(t) (resp. mi(t) and mk(t)). Since 
2xj(t) -2xi(t) + 2yjxi(t)/yk --2yjxk(t)/yk y(t) = --x,(t) 2 -2x(t)x,(t) -r 2 + 2x(t)xk(t) --Xk(t) z --y2 + r 2 2yk
If the circles c~, c}, c~, intersect in one point at time t, then (x(t), y(t)) has to be a point on the circle c~. In order to compute all these time parameters t, we replace X and Y in the equation of el by x(t) and y
(t). We multiply this equation by den(t) = yk(xi(t) --xj(t)) --yj(xi(t) --Xk(t)). This gives a polynomial equation in xi(t), xj(t), and Xk(t ) of the form (2) Y' fq,sXi(t)qxj(t)rxk(t) ~, q,r,$
where the summation is over all triples q, r, s, such that 0 < q, r, s < 4, q + r + s < 6, and q + r + s = 0mod 2. Note that we also have to consider the case den(t) = 0. We have den(t) = 0 if and only if mi(t ), mj(t), mk(t ) lie on one line. Thus, if den(t) = 0 and the three circles intersect in one point at time t, then the lines lo(t ) and lik(t) are identical. This computation is similar to the one that follows, but shorter. Therefore, we do not carry out this computation.
In (2) we replace xq(t) by aq cos(~(t)) + bq sin(~(t)), for each q ~ {i,j, k}. Then we replace cos(e(t)) by C and sin(e(t)) by S. This gives a polynomial equation in C and S which we can write in the form We denote the polynomial on the left-hand side by P,(C, S) and the polynomial on the right-hand side by Po(C, S). The 0<q,r<12 q+r_<12
The coefficients e'q~ with q -1 mod 2 or r ~ 1 mod 2 are 0. We replace S 2 by 1-C 2 (note that sin(e(t))2 = 1-cos(e(t)) 2) and obtain a polynomial P(C)= 6 ~6= o ~qC 2q in one variable. Replacing C 2 by ~ gives P(?) = ~q=o ~qOq. Then we compute the at most six real-valued solutions of the equation P(~) = 0. For each positive solution s we compute the (at most two) square roots of s. For each square root r with -1 < r < 1 we determine the (at most two) parameters t with r = cos(a(t)). Finally, we determine whether or not these values of t are solutions of the original equation. To summarize, we have shown that the number of parameters t such that the three circles cI, c}, and c~ intersect in one point at time t, is a constant ( < 24). Note that, usually, this number is much smaller than 24.
