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Abstract. This article proposes a practical experience in the teaching of 
Operating Systems, specifically in the demonstrations of the theme: “System 
Calls”, whose goal is to present to the student the experience of executing a 
code that performs a system call, as well as the code that responds to the 
system call, evidencing the change of control flow between the user level and 
the core level. The article describes the practical experience of simple 
achievement that results in great benefits for learning the theme. 
Resumo. Este artigo propõe uma experiência prática no ensino de Sistemas 
Operacionais, em específico na demostração do tema: “Chamadas de 
Sistemas”, cujo objetivo é apresentar ao aluno a vivência da execuçãode um 
código que realiza uma chamada de sistema, bem como do códigoque 
responde à chamada de sistema, evidenciando a troca do fluxo de controle 
entre o nível de usuário e o nível de núcleo. O artigo descreve a experiência 
prática de simples realização que resulta em grandes benefícios para o 
aprendizado do tema. 
1. Introdução 
O estudo de Sistema Operacional geralmente apresenta ao aluno as diversas 
funcionalidades do mesmo que é o gerencuamento de: chamadas de sistema, processos, 
memória, recursos, arquivos e entrada e saída. O Laboratório prático desta matéria 
geralmente envolve dois tipos de recursos? Sistemas reais (comerciais ou de ensino) ou 
simuladores. Cada qual com suas vantagens e desvantagens. O uso de um ou de outro 
pode depender da funcionalidade que se queira trabalhar.  
 O uso de simuladores oferecem a vantagem de ilustrar, de forma animada, as 
interações entre processos seja na fila de escalonamento, seja no acesso a memória ou 
aos recursos de entrada e saída. A desvantagem é que apesar de animado, a versão 
entregue aos alunos é puramente teórica, o mesmo resultado os alunos conseguem 
construindo um mapa passo a passo. 
 O uso de sistemas reais permite que o aluno consiga manipular diretamente o 
resultado do hardware, analisando: pilhas de memória, natureza de arquivos, portas de 
entrada/saída. Porém, se o aluno quiser entender de forma mais aprofundada o 
funcionamento é necessário uma capacidade grande de depuração do código para análise 
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implementação do sistema como atividade prática requer um domínio grande do 
hardware e contrução de algoritmos para um resultado básico. 
 Um aspecto básico do gerenciamento do Sistema Operacional: “Gerenciamento 
de Chamadas de Sistemas” possui conceitos abstratos que são de difícil aprendizado, 
como: “nível do usuário” e “nível do nucleo”. Uma prática que requer a recompilação 
do núcleo incluindo uma nova funcionalidade na chamada de sistema é um exemplo que 
leva o aluno a programar em ambos os níveis vivenciando todos os aspectos envolvidos 
com este gerenciamento. 
Com base nesta proposta, este artigo apresenta uma implementação prática da 
experiência de recompilar o núcleo com a inclusão de uma nova chamada de sistema. 
Primeiramente são apresentadas algumas iniciativas realizadas no ensino prático da 
disciplina como também os conceitos envolvidos na proposta desta metodologia. Em 
seguida o desenvolvimento prático da experiência e por final considerações envolvendo 
o resultado desta aplicação no aprendizado.  
2. Atividades Práticas 
O desenvolvimento do aprendizado de Sistemas Operacionais baseado apenas em aulas 
teóricas traz mais dificuldades na assimilação dos processos quando comparado com o 
uso de atividades práticas na ilustração e demonstração dos processos envolvidos. 
 Estamos interessados em atividades práticas para o “Gerenciamento de 
Chamadas de Sistemas”. Uma aplicação prática que ilustra o gerenciamento de 
chamadas de sistema requer a diferenciação do código no nível do usuário e no nível do 
núcleo e como a chamada evolui entre um nível e outro. 
 O uso de simuladores como SOSim[Machado and Maia 2004] ou 
Nachos[Christopher et al. 1993] é prejudicado, pois este tipo de recurso não oferece um 
modelo prático para apresentação das chamadas de sistema. 
 A solução prática seria o uso de um sistema real, seja comercial ou acadêmico. 
Uma experiência que aborda todos os aspectos do gerenciamento de uma chamada de 
sistema seria implementar uma nova chamada de sistema no sistema operacional. 
Apenas criar programas que usam de chamadas de sistema não dá dimensão ao aluno da 
visão prática que ocorre no nível do núcleo durante a execução da chamada. 
 Apesar de sistemas acadêmicos como MINIX[Tanenbaum 1987] e outros serem 
uma versão simplificada de um sistema operacional comercial, usá-los neste caso em 
particular, não traz simplificação na experiência prática. Tanto no sistema acadêmico, 
como no sistema comercial, é necessário recompilar o núcleo para inserir uma nova 
chamada de sistema. Portanto optamos por recompilar o núcleo do sistema linux em 
uma distribuição. 
 Há muitos trabalhos sobre a recompilação do núcleo, porém normalmente são 
trabalhos voltados para sistemas específicos e normamente em cursos de pós-graduação, 
não são aplicáveis em um curso de graduação sobre sistemas operacionais. Como 
Sistemas de Tempo Real, sistemas incorporado a exemplo do trabalho de McLoghlin e 
Aendenroomer de 2007[McLoghlin and Aendenroomer 2007]. Também é o caso de 
encontrarmos vários trabalhos sugerindo o sistema operacional Linux para ambiente de 
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o sistema em si, a exemplo de Gaspar 2007[Gaspar et al. 2007]. Também encontramos 
vários outros trabalhos que envolvem atividades práticas em aulas de sistemas 
operacionais, mas não há trabalhos anteriores que consideram a compilação do núcleo 
como atividade prática para ilustrar o funcionamento das “chamadas de sistemas”. Não 
que isto seja um feito novo, mas os tutores que já optaram em utilizar esta prática ainda 
não sentaram resultados sobre isto. 
3. A Prática 
3.1. Descriçao 
O gerenciamento dos recursos da máquina requer programas eficientes e com privilégio 
de acesso, a CPU tem de estar no modo privilegiado para realizar algumas das ações. 
Por segurança, a grande maioria dos programas rodam no nível de usuário, sem tal privil 
égio, uma chamada de sistema (System Call) é um recurso muito usado para que se 
transfira para o núcleo (Kernel) a realização de alguma tarefa que deve ser feita pelo 
sistema operacional, dentro de seu programa com tal privilégio. Assim, quando um 
processo de usuário deseja utilizar uma chamada de sistema, o Mecanismo de chamada 
de sistema verifica se o processo tem a permissão para realizar aquela tarefa. Caso 
negativo o Sistema Operacional barra a realização da tarefa, e informa o processo que a 
requisição não foi atendida. 
 Na parte técnica, ocorre temporariamente uma troca do controle de fluxo. Os 
dados da aplicação são salvos, e é alternado para o modo de núcleo. A rotina do Sistema 
Operacional é executada no modo de núcleo, caso haja privilégios. Após o término, 
retorna para o modo usuário e restaura os dados salvos. 
 Dentre os serviços que podemos realizar com as chamadas de sistema estão: 
• Criação de processos e seu gerenciamento; 
• Gerenciamento da memória principal; 
• Acesso a arquivos, diret órios e gerenciamento do sistema de arquivos; 
• Manuseamento do E/S; 
• Proteção; 
• Redes, etc. 
 As chamadas de sistema podem ter nomes diferentes dependendo do sistema 
operacional que se esteja usando: 
• Unix: System Call; 
• Windows: Application Program Service (API); 
• OpenVMS: System Services. 
 
3.2. Materiais e Métodos 
O mais importante na criação de uma chamada de sistema, é possuir o código fonte de 
um “kernel linux” que possa receber nossa função ou programa, que será chamado. Este 
código foi baixado diretamente do repositório disponibilizado pela Linux Foundation 
através do site Kernel.org[Linux Kernel Org Inc. ]. Para efetivamente fazer uso do 
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código foi todo escrito utilizando ferramentas já disponíveis na distribuição, como o 











 Com estes recursos, a recompilação do kernell ocorre de forma direta, através de 
scripts já construídos para tal tarefa. A tarefa aqui passa a ser a inclusão de uma nova 
chamada de sistema, ou seja, de uma nova função do sistema operacional. Esta nova 
função deverá acontecer no nível do sistema operacional e será processada com o 
privilégio de núcleo. 
 As configurações do computador usado são irrelevantes para o sucesso da tarefa, 
e serão ignorados. A tarefa foi realizada, também, em outros computadores, com 
asmesmas configurações de sistema, com sucesso igualmente observado. 
3.3. A experiência 
A função que foi decidida ser escrita faz uso apenas de bibliotecas contidas no próprio 
kernel Linux, sem uso de nenhum programa ou biblioteca externa. Espera-se que seja 
uma experiência de simples realização, para servir como atividade prática, cujo 
principal objetivo é demonstrar o fluxo de controle através dosmodos usuário e núcleo. 
Desta forma optou-se por uma função simples que utiliza a biblioteca printk (descrita 
abaixo), logo, utiliza-se a linguagem C e uma receita passo a passo que o aluno deve 
reproduzir. Neste código busca-se realizar uma chamada que, ao ser invocada, captura e 
guarda em um arquivo de registro (log report) informações referentes a todos os 
processos que estão em execução na máquina no momento. Os resultados que estão 
salvos neste arquivo de registro: dmesg pode ser visualizado utilizando o DMESG, e este 
arquivo de registro normalmente está no caminho /var/log. 
 Por organização, é criado o diretório info no fonte do kernel, onde será 
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 O objetivo da chamada do sistema é realizar, para cada processo em execução, 
uma busca de informações sobre o processo e registrar estas informações no dmesg. Os 
parâmetros registrados são obtidos a partir da estrutura dinâmica task_struct que 
pode ser vista na tabela 1. 
 A biblioteca que contém a estrutura utilizada (task struct) está definida 
na biblioteca sched.h, do próprio Kernel. Uma biblioteca extra foi criada, apenas para ter 
o escopo da função utilizada. O código de nossa chamada de sistema é mostrado na 
Listagem 1, e foi fortemente baseado em um código do Cientista Indiano Sreehari 
[Sreehari ]. 
 
Tabela 1. Tabela das estruturas de informações do processo que serão gravadas 
 
 Algo que deve ser observado é que foi utilizada a função de sistema printk. 
Quando estamos em modo de núcleo, a função printf (referenciada normalmente 
através da biblioteca stdio.h) não pode ser utilizada, ela não é implementada no modo de 
núcleo. Assim, a função printk tem o mesmo escopo e realiza igualmente as mesmas 
funções, com a diferença que funciona apenas em modo de núcleo e serve para registrar 
informações normalmente usadas para depuração das ações no modo de núcleo. A saída 
da função printk ocorre no arquivo de registro dmesg. 
 Neste ponto, os alunos tomam ciência de que o código que estão preparando é 
um código que será rodado em um outro nível no sistema operacional, em um nível com 
mais privilégio. Observando o código pode-se notar o uso da macro 
for_each_process, definida também em sched.h, esta macro apenas mostra 
todos os processos ativos que podem ser acessados. Outro detalhe importante é o uso do 
modificador asmlinkage. Normalmente em uma chamada de função, na execução do 
código, os primeiros parâmetros da função estão guardados nos registradores e os 
demais parâmetros na pilha. A chamada de sistema funciona de forma diferente, todos 
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o compilador que ele deve procurar os parâmetros que serão utilizados na chamada de 
sistema diretamente na pilha da CPU, ao invés de olhar os registradores. 
 
 
Listagem 1. Biblioteca de Chamada de Sistema criada 
  Para que uma função seja considerada uma chamada de sistema, ela deve ser 
inserida diretamente nas funções de Kernel (núcleo). Ou seja, as referências a esta 
função deve constar da estrutura do código do núcleo para que ao ser recompilado a 
função passe a existir e ser encontrada. Isto é feito garantindo que nossa chamada esteja 
presente na tabela contendo a lista com as chamadas de funções disponíveis para aquele 
sistema. 
 Uma pasta especial, info, será criada na raiz da fonte do núcleo para abrigar 
esta função. Nesta pasta estará o arquivo fonte da nossa chamada (listagem 1) e um 
arquivo de cabeçalho com o prot ótipo da função, além do Makefile que faz parte da 
árvore de chamadas do processo de compilação/linkedição. O Makefile só precisa 
conter uma linha que irá indicar o objeto de nossa função: 
obj-y:=listProcessInfo.o 
 Também é preciso alterar o Makefile do próprio kernel, incluindo o caminho 
para a pasta que criamos, para que ele passe a incluir a chamada de sistema 
implementada no processo de compilação. 
core-y += kernel/ certs/ mm/ fs/ ipc/ security/ crypto/ 
block/ info/ 
 Cada chamada de sistema possui para si um número inteiro associado a aquela 
chamada. Normalmente, cada chamada deve possuir um wrapper no nível do usuário 
que faça o tratamento e faça a chamada. Para este artigo, entretanto, faremos nossa 
chamada usando diretamente o número de chamada de função presente na tabela de 
chamadas, isto evita a criação de uma biblioteca no nível do usuário que seria a 
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presente no código fonte do SO que será recompilado. Nossa chamada é inserida no 




Figura 1. Tabela das chamadas de sistemas do SO 
 E por fim, como última configuração antes de ter o núcleo recompilado, é 
necessário que seja incluído o prot ótipo da chamada de sistema no arquivo de 
cabeçalhos syscalls.h para que a chamada seja reconhecida, como podemos ver na 
figura 2. 
 Resta agora recompilar o núcleo, por padrão de desenvolvimento, o núcleo está 
configurado para abrir um menu de seleção dos seus drivers e demais componentes, a 
recompilação do núcleo pode ser usado também para excluir componentes não 
utilizados e tornar o núcleo mais leve, por usuários avançados, ou mesmo para incluir 
uma funcionalidade existente no núcleo mas não pré-selecionada para a imagem final. 
Como esse tipo de alteração não é o foco deste artigo, não vamos discutir esta função do 
menu, basta salvar o menu tal como está pré-selecionado, este processo gera o arquivo 
.config que mostra as configurações que o novo núcleo irá seguir. 
 Resta compilar usando os scripts disponíveis: 
make menuconfig 
sudo make -j 4 
sudo make modules install -j 4 
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Figura 2. Arquivo de cabeçalhos syscalls.h 
  Isto irá recompilar o núcleo, atendendo aos passos para incluir o módulo criado 
na imagem do SO gerada. A imagem é instalada no diret ório de carregamento e a opção 
de escolha criada no menu de carregamento do sistema. 
3.5. Vendo o Resultado 
Para testar a chamada de sistema, primeiro precisamos é criado um programa simples 
que apenas faz a chamada de sistema utilizando o número que foi registrado em 
syscall_64.tbl. Como é uma chamada de núcleo, o programa pode estar em 
qualquer lugar do seu sistema, que irá funcionar normalmente, o código pode ser visto 
na Listagem 2. 
 A chamada de sistema utiliza o código: syscall(333), isto acontece pois a 
fazemos diretamente, normalmente para se utilizar de uma chamada de sistema, é criada 
uma função de biblioteca para realizá-la, esta função chamamos de wrapper ao chamar a 
função (normalmente indicada por prot ótipo em um arquivo de cabeçalho), dentro da 
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Listagem 2. Rotina que realiza a chamada de sistema 
  O resultado da execução deste código será um registro no log de depuração do 
núcleo dmesg, a figura 3 mostra uma pequena parte desta listagem, lá fica evidente que 
foi de fato realizada a impressão que esperávamos do núcleo do sistema operacional. 
4. Resultados 
Esta prática foi introduzida inicialmente na disciplina de Sistemas Operacionais para 
uma dupla de alunos voluntários. Dentre vários trabalhos sugeridos para a disciplina, 
pelo docente, esta dupla optou por este desafio. O resultado obtido foi a gratificação da 
dupla em conseguir realizar o feito, isto trouxe mais interesse para o aprendizado. Ao 
realizar o relatório de sua experiência, a dupla conseguiu identificar de forma completa 
o funcionamento de uma chamada de sistema, ou seja, conseguiu acompanhar o fluxo de 
controle entre o nível do usuário e o nível de núcleo. 
 A dupla também relatou que o processo, através de um roteiro completo, é 
simples e de fácil execução, o que poderia torná-lo uma tarefa em sala de aula. Outra 
opção também seria como tarefa fora da sala, se não houver disponibilidade de usar o 
privilégio de root para instalar a nova imagem. Muito embora falamos em recompilar o 
núcleo, de fato estamos criando uma nova imagem do sistema operacional e a 
instalando. Ao fazer isto a imagem anterior continua disponível, logo, após realizada a 
experiência, esta imagem nova pode ser descartada, retornando o sistema à situação 
original. 
 Um outro resultado importante com esta prática é a familiarização do manuseio 
do sistema operacional linux pelos alunos. Este sistema é importante no meio da ciência 
da computação e muitas vezes negligenciado pelos alunos, e muitas vezes pelos 









Figura 3. Parte da listagem obtida no dmesg 
5. Conclusões e trabalhos futuros 
Com o objetivo de uma demostração prática da funcionalidade do sistema opercional de 
“gerenciamento das chamadas de sistemas” a proposta deste artigo revela um resultado 
satisfat ório. O aprendizado do aluno no assunto é facilitado a partir do momento que na 
prática ele consegue vivenciar os espaços de execução de um código envolvendo o 
sistema operacional e um pouco da estrutura interna do mesmo. 
 A facilidade de execução desta experiência abre um leque de possibilidades de 
novas funcionalidades que, a título de experiência, o aluno pode inserir no sistema 
operacional. 
 A próxima etapa será incluir esta prática como atividade para toda a turma, com 
isto poderemos confirmar se os ganhos neste caso podem ser reproduzidos como 
benefício para o aprendizado da disciplina. Esta continuidade está prevista num próximo 
oferecimento da disciplina. 
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