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Resumo
A interoperabilidade possui uma função importante para o Governo Eletrônico Brasileiro (GEB),
provendo uma única interface com todas as informações armazenadas em diferentes servidores
na rede. Dessa maneira, o GEB utiliza um padrão de interoperabilidade, chamado e-PING,
para auxiliar na integração de sistemas e compartilhamento das informações. No entanto, a
interoperabilidade ainda é um fator desafiante para inúmeras organizações devido à grande
quantidade e diversidade de dispositivos que estão predispostos a trocar informações entre si.
Para integrar os inúmeros sistemas, aplicativos e/ou dispositivos com diferentes plataformas
disponíveis no mundo, pode-se utilizar um middleware. Uma plataforma middleware também
pode auxiliar as Cidades Inteligentes (CI) fornecendo acessos padronizados aos dados e serviços
provenientes das interfaces dos pilares de uma CI, além de promover o reuso de serviços
genéricos. A plataforma FIWARE foi identificada como a mais adequada para aprimorar o
GEB, pois trata-se de uma das plataformas mais utilizadas em trabalhos científicos. Diante deste
cenário, este trabalho teve como principal objetivo desenvolver o Framework Smart e-PING que
pretende possibilitar a interoperabilidade entre Softwares Públicos, que utilizam a arquitetura
e-PING, e a plataforma FIWARE. A fim de contemplar o objetivo proposto, foi adotado um
estudo exploratório por meio de procedimentos bibliográficos e, por fim, foi realizado um estudo
de caso para a validação do Framework proposto. O estudo de caso foi realizado em um cenário
real que teve como objetivo analisar o Framework Smart e-PING, avaliando a interoperabilidade
entre um Software Público e a plataforma FIWARE. Dessa forma, foi validado o Framework
Smart e-PING com base em três questões de validações, simulando 35 testes. A primeira questão
avaliou a frequência com que o Framework Smart e-PING traduzia corretamente o arquivo
do Banco de Dados do Software Público para a plataforma FIWARE. Para essa questão, o
Framework Smart e-PING obteve uma taxa de sucesso de 97,14%. A segunda questão avaliou a
frequência com que o Framework Smart e-PING causava perda de informação na tradução do
arquivo do Banco de Dados do Software Público para a plataforma FIWARE. Para a segunda
questão, o Framework Smart e-PING obteve uma taxa de erro de 2,85%. Por fim, a última questão
avaliou o tempo estimado com que o Framework Smart e-PING permitiria a interoperabilidade
entre o Software Público e a plataforma FIWARE. Para essa questão de pesquisa, o Framework
Smart e-PING teve um tempo médio para cada iteração de 248 milissegundos. Com base nesse
estudo de caso, inferiu-se que o Framework Smart e-PING atende parcialmente o objetivo
proposto neste trabalho. Portanto, o Framework Smart e-PING permite a integração e facilita o
uso da plataforma aberta FIWARE para as organizações que já utilizam a arquitetura e-PING.
Desta forma, esse trabalho dá suporte ao GEB quanto a redução dos seus custos, otimização e
melhoria dos seus serviços públicos por meio de soluções inteligentes e a reutilização de recursos
inteligentes.
Palavras-chave: e-PING. FIWARE. Framework Smart e-PING. Governo Eletrônico.
Abstract
Interoperability has an important function for the Brazilian Electronic Government (GEB),
providing a single interface with all information stored on different servers in the network. In
this way, the GEB uses an interoperability standard, called e-PING, to aid in the integration
of systems and information sharing. However, interoperability is still a challenging factor for
many organizations because of the large number and diversity of devices that are predisposed to
exchange information with each other. To integrate the numerous systems, applications and/or
devices with different platforms available in the world, one can use a middleware. A middleware
platform can also assist Smarts Cities (CI) by providing standardized access to data and services
from the interfaces of the pillars of an CI, as well as promoting the reuse of generic services.
The FIWARE platform was identified as the most suitable to improve the GEB, since it is one
of the platforms most used in scientific work. In this scenario, the main objective of this work
was to develop the Smart e-PING Framework, which intends to enable interoperability between
Public Softwares, which use the e-PING architecture, and the FIWARE platform. In order to
contemplate the proposed objective, an exploratory study was adopted through bibliographic
procedures and, finally, a case study was carried out to validate the proposed Framework. The
case study was carried out in a real scenario that aimed to analyze the Smart Framework e-PING,
evaluating the interoperability between a Public Software and the FIWARE platform. Thus, the
Smart e-PING Framework was validated based on three validation questions, simulating 35 tests.
The first question evaluated the frequency with which the Smart e-PING Framework correctly
translated the Public Software Database file into the FIWARE platform. For this issue, the
Smart Framework e-PING achieved a success rate of 97.14%. The second question evaluated the
frequency with which the Smart e-PING Framework caused loss of information in the translation
of the Public Software Database file to the FIWARE platform. For the second question, the Smart
Framework e-PING obtained an error rate of 2.85%. Finally, the last question evaluated the
estimated time frame with which the Smart e-PING Framework would allow interoperability
between the Public Software and the FIWARE platform. For this research question, the Smart
Framework e-PING had an average time for each iteration of 248 milliseconds. Based on this case
study, it was inferred that the Smart e-PING Framework partially meets the objective proposed
in this work. Therefore, the Smart e-PING Framework enables integration and facilitates the use
of the FIWARE open platform for organizations that already use the e-PING architecture. In this
way, this work supports GEB in reducing costs, optimizing and improving its public services
through intelligent solutions and the re-use of intelligent resources.
Keywords: e-PING. FIWARE. Smart e-PING Framework. Government Interoperability.
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1
Introdução
Com a crescente importância das Tecnologias de Informação e Comunicação (TIC)
em uso, o governo brasileiro vem aprimorando seus serviços para a população. O Governo
Eletrônico Brasileiro (GEB) utilizado pelo Governo Federal vem se tornando cada vez mais
presente (ARAUJO; REINHARD, 2014; SILVEIRA; WAZLAWICK; ROVER, 2015), passando
a ter serviços digitais prestados para essa modalidade de Governança. A importância do GEB
ocorre na contribuição de implementações do Governo Eletrônico (e-Gov), que abrange a
integração dos sistemas distribuídos para estabelecer uma infraestrutura que suporta melhorias
nos serviços oferecidos aos cidadãos. Por fim, o GEB busca reduzir ou eliminar a necessidade de
acessar órgãos do governo a fim de obter um único serviço, facilitando o acesso do cidadão aos
serviços públicos (SANTOS; REINHARD, 2010).
Existe a necessidade dos sistemas utilizados pelo governo interoperarem entre si, de
modo a permitir que os dados provenientes das aplicações disponíveis na rede possam ser
utilizados em uma interface unificada que apresenta todos os recursos para o usuário final,
trazendo como principais benefícios: (a) aperfeiçoamento da prestação de serviços ao cidadão;
(b) possibilidade de melhor tomada de decisão dos gestores; (c) maior confiabilidade e eficiência
nas informações; (d) melhor coordenação dos programas e serviços do Governo; (e) melhor
transparência nas ações do governo; (f) rápida resolução dos problemas; (g) reuso de soluções;
(h) compartilhamento das informações; e (i) atenuação de informações redundantes (SANTOS;
REINHARD, 2010; PARDO; NAM; BURKE, 2012; MELLO; MESQUITA; VIEIRA, 2015;
MONDORF; WIMMER, 2017). Dessa maneira, o GEB criou o padrão de interoperabilidade
e-PING, para auxiliar na integração de sistemas, no compartilhamento das informações e nos
serviços do seu Governo.
Para lidar com o crescimento populacional, o Governo Federal vem empregando me-
lhorias em seus serviços e infraestrutura das cidades, facilitando o desenvolvimento sustentável
destas cidades, trazendo melhor qualidade de vida (BA˘TA˘GAN, 2011). Por outro lado, o Bra-
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sil está no processo de construção de Cidades Inteligentes (CI), obtendo maior eficiência nas
atividades que envolvem a gestão das cidades (WEISS; BERNARDES; CONSONI, 2017).
Uma plataforma middleware pode auxiliar as CI fornecendo acessos padronizados aos
dados e serviços provenientes das interfaces das CI, além de proporcionar o reuso de serviços
genéricos, facilitando no desenvolvimento de novas aplicações (WEISS; BERNARDES; CON-
SONI, 2017). Desta forma, no paradigma Internet of Things (IoT) as CI representam grande
parcela desse modelo (SCHLEICHER et al., 2016). Ao desenvolver uma plataforma middleware
específica para CI é possível obter os mesmos requisitos para IoT além dos requisitos específicos
para CI (WEISS; BERNARDES; CONSONI, 2017). Os seguintes requisitos foram detectados
para plataformas middlewares voltadas para IoT, que são interoperabilidade, descoberta e geren-
ciamento de dispositivos, segurança e privacidade, conectividade, adaptação dinâmica, ciência
em contexto, dentre outros (KRCO; POKRIC; CARREZ, 2014; CAVALCANTE et al., 2015;
RAZZAQUE et al., 2016; PFLANZNER; KERTÉSZ, 2016).
A FIWARE como uma plataforma middleware de IoT auxilia as CI oferecendo um con-
junto de Applications Programming Interface (APIs) abertas para desenvolver novas aplicações
e serviços para os setores tais como agricultura, energia, manufatura, dentre outros. A fim de
facilitar o desenvolvimento nas aplicações e/ou serviços nas CI, as organizações e/ou empresas
podem realizar testes em suas soluções desenvolvidas no ambiente da FIWARE (BROGAN;
THUEMMLER, 2014).
A FIWARE é a mais utilizada e mais citada em trabalhos científicos (MARTINEZ et al.,
2017). Outra grande vantagem é que os desenvolvedores não terão que aprender a complexidade
e fragmentação das tecnologias IoT dessa plataforma aberta. Logo, só precisarão entender o
protocolo Next Generation Service Interface (NGSI), que é o mais utilizado para representar
todas as informações. A FIWARE possui uma documentação completa de seus componentes e
de sua arquitetura. Como ela trabalha com Generic Enablers (GE) e Application Programming
Interface (API) torna-se mais fácil para os desenvolvedores que utilizam essa plataforma open
source para sua aplicação, pois é possível reutilizar ferramentas criadas previamente (KOVACS
et al., 2016; MARTINEZ et al., 2017).
1.1 Problemática e Hipótese
Tendo em vista a importância do compartilhamento das informações no GEB e das
dificuldades enfrentadas na integração dos diferentes dispositivos/aplicativos, facilitando o de-
senvolvimento de aplicações e permitindo a integração de dispositivos/sistemas (SANTOS;
REINHARD, 2010; RAZZAQUE et al., 2016; LIU et al., 2016), há a necessidade de utilizar
um elemento integrador como um middleware (RAZZAQUE et al., 2016). Outrossim, é neces-
sário utilizar plataformas middlewares que permitam o uso de recursos de CI para facilitar a
interoperabilidade entre dispositivos/sistemas, o que poderia fornecer a reutilização de serviços
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inteligentes e tornar as comunicações mais homogêneas (BLAIR et al., 2011; SCHAFFERS et
al., 2011).
Diante dessa situação, a solução aqui proposta a ser explorada é a possibilidade da
integração de um padrão de interoperabilidade do GEB com uma plataforma FIWARE, per-
mitindo a integração dos recursos e facilitando o uso da FIWARE para as organizações que
utilizam a arquitetura e-PING. Desta forma, foi desenvolvido um Framework para realizar a
interoperabilidade entre um Software Público que adere aos padrões da arquitetura e-PING e a
plataforma FIWARE.
Assim a pergunta que permite o direcionamento da pesquisa é:
a) Como fornecer a interoperabilidade entre um Software Público baseado no padrão e-PING
com a plataforma FIWARE?
Foram definidas as seguintes hipóteses:
a) Hipótese nula H0: Utilizando o Framework, não será possível a interoperabilidade entre
um Software Público que adere ao e-PING e a plataforma FIWARE.
b) Hipótese alternativa H1: Utilizando o Framework, será possível a interoperabilidade
entre um Software Público que adere ao e-PING e a plataforma FIWARE.
1.2 Justificativa
Devido ao crescimento populacional e problemas na infraestrutura das cidades, nas
últimas décadas, há a necessidade de utilizar recursos para Cidades Inteligentes (CI), que está se
tornando uma realidade em diferentes partes do mundo. Em especial no Brasil, o tema de CI
está gradativamente presente nos seguintes setores, universidades, governos federais, empresas
particulares, população, dentre outros (BOLÍVAR; LÓPEZ-QUILES, 2018).
As CI vêm aprimorando os seus serviços urbanos expandindo a qualidade de vida da
população, trazendo maior eficiência. Uma plataforma de software é capaz de facilitar o auxílio
da criação e integração de aplicações desenvolvidas para Cidades Inteligentes. As CI contêm doze
pilares, que são Economia, Governança, Meio Ambiente, Modo de Vida, Educação, Saúde, Se-
gurança, Fontes de Energia, Água, Mobilidade Urbana, Pessoas, Arquitetura e Urbanismo. Esses
pilares favorecem propriamente as aplicações inteligentes (WEISS; BERNARDES; CONSONI,
2017).
Segundo Tanenbaum e Steen (2007), uma plataforma middleware é constituída em uma
camada de software. Nesta camada encontra-se a infraestrutura e a aplicação, que oferece um
acesso formal aos dados e serviços necessários por meio de interfaces de alto nível. Ademais,
proporcionam o reuso desses serviços que colaboram para o desenvolvimento de aplicações
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eficientes. Uma plataforma middleware pode fornecer requisitos desejados para as CI, como
por exemplo a interoperabilidade, descoberta e gerenciamento de dispositivos, escalabilidade,
adaptação dinâmica, segurança, gerenciamento de dados, ferramentas de desenvolvimento, e
tratamento de volume de dados (KRCO; POKRIC; CARREZ, 2014; CAVALCANTE et al., 2015;
RAZZAQUE et al., 2016; PFLANZNER; KERTÉSZ, 2016).
A necessidade em desenvolver um Framework para o Governo Eletrônico Brasileiro
(GEB) consiste na possibilidade do uso da e-PING e das suas características/vantagens, no
contexto de Cidades Inteligentes, por meio de uma plataforma. A criação de um Framework pode
ainda otimizar a comunicação entre esses requisitos, definindo a construção de um middleware
independente da tecnologia que está sendo utilizada. Ademais, poderá integrar esses recursos
e facilitar o uso da plataforma para as organizações que utilizam a arquitetura e-PING. Por
fim, os desenvolvedores poderão desenvolver aplicações/soluções, tendo em vista as facilidades
propostas por um Framework. Os benefícios de uma plataforma já consolidada como a e-PING
são: otimização dos serviços públicos por meio de soluções inteligentes, redução de custos,
troca de dados, interoperabilidade, comunicação, transparência e a reutilização dos recursos
inteligentes. A arquitetura e-PING tem sido utilizada por organizações brasileiras do Poder
Executivo Federal, oferecendo interoperabilidade entre as plataformas e suas organizações, em
virtude da utilização de padrões abertos (MACHADO; SANTOS; JUNIOR, 2013).
A importância de se conceber um Framework para as organizações brasileiras que
estão utilizando a e-PING (MACHADO; SANTOS; JUNIOR, 2013; MELLO; MESQUITA;
VIEIRA, 2015; BRASIL, 2016) ocorre possibilidade de interoperabilidade com a plataforma de
CI FIWARE. A intenção de se criar um Framework é a de servir como intermediário, que irá
tornar os dados padronizados, dispensando a necessidade de tratá-los na nova aplicação que está
sendo desenvolvida.
Ainda que a e-PING não possua a integração com os recursos de CIs, torna-se onerosa a
conectividade desses recursos com a e-PING sem a utilização de um Framework definido. Dessa
forma, um Framework poderá permitir a interoperabilidade entre o Software Público que adere
ao e-PING com a plataforma FIWARE.
1.3 Objetivos
Para a realização deste trabalho, os seguintes objetivos foram elencados.
O objetivo principal deste trabalho é desenvolver um Framework, aqui chamado de
Smart e-PING, que permita a interoperabilidade dos Softwares Públicos que aderem ao uso da
e-PING, suas características e vantagens, no contexto de Cidades Inteligentes, permitindo a
interoperabilidade com a plataforma aberta FIWARE.
Além do objetivo geral, foram estabelecidos os seguintes objetivos específicos necessários
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para atingir o objetivo proposto.
a) Investigar por meio de uma revisão sistemática a utilização de outras plataformas de IoT
abertas voltadas para Cidades Inteligentes;
b) Desenvolver um Framework interoperável entre um Software Público e a plataforma
FIWARE;
c) Validar a interoperabilidade do Framework Smart e-PING por meio da execução de um
processo real de um Software Público que adere ao e-PING com a plataforma FIWARE.
1.4 Trabalhos Relacionados
Com o objetivo de identificar trabalhos semelhantes, foi realizada uma busca por artigos
científicos nas bases de dados Scopus, Springer, ScienceDirect, Web of Science, IEEE Xplore,
ACM Digital Library e BDBComp. Todas as bases, exceto a BDBComp, foram acessadas
via portal da CAPES1. Também foram utilizados o repositório de teses e/ou dissertações da
Universidade Federal de Minas Gerais, Universidade Federal de Pernambuco, Universidade de
Brasília e Universidade de São Paulo. Para a seleção desses trabalhos, privilegiaram-se aqueles
que continham relação com o tema, objetivos, a linha de pesquisa e com QUALIS2 (somente
para os artigos) ou com trabalhos relevantes.
Durante o processo de pesquisa, foi identificado que a e-PING vem oferecendo contribui-
ções significativas com a prática de implantação e suas melhorias, da mesma maneira que os
recursos de CI vêm fornecendo ferramentas para otimizar o compartilhamento, a localização e o
uso dos dados. Existem trabalhos que vêm lidando especialmente com soluções que forneçam ao
e-Gov a sua inserção no cenário de CI, por meio da utilização de middleware voltado para prover
recursos advindos de funcionalidades já existentes. Os mais relevantes são apresentados a seguir:
a) Santos (2008): apresenta o desenvolvimento e implementação do padrão de interopera-
bilidade do Governo Eletrônico Brasileiro (e-PING). Identificou os benefícios, que são
expansão do padrão de interoperabilidade; a necessidade da adoção dos padrões de in-
teroperabilidade; melhoria na prestação de conta públicas; e auxílio na resolução dos
problemas. Também destacou o incentivo do reuso dos sistemas, com propósito de reduzir
os custos, aumentando a flexibilidade nas arquiteturas de TIC.
b) Santos e Reinhard (2012): o estudo de caso analisado por esses autores apresentam os
resultados preliminares por meio do quadro da e-PING e baseiam-se em entrevistas e
1 <https://www.periodicos.capes.gov.br>.
2 QUALIS é usado pela CAPES para avaliar/classificar a qualidade dos artigos nos veículos dos programas de
pós-graduação (CAPES, 2010).
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análise de documentações. Outrossim, identificaram que a contribuição da adoção da
e-PING também destaca os pontos que podem provocar a criação dos padrões.
c) Machado, Santos e Junior (2013): analisaram o nível de adoção da e-PING em cinco
instituições públicas federais: Fundação Oswaldo Cruz da Bahia (FIOCRUZ/BA), Instituto
Federal da Bahia (IFBA), Instituto Federal Baiano (IFBAIANO), Instituto Brasileiro
de Geografia e Estatística (IBGE) e Fundação Jorge Duprat Figueiredo de Segurança
e Medicina do Trabalho (FUNDACENTRO). Outrossim, identificaram um baixo nível
das barreiras enfrentadas por cada instituição, que são: organizacionais, gerenciais e
tecnológicas. Relataram a falta de apoio dos gestores para a adoção dos padrões de
interoperabilidade no ambiente do e-Gov.
d) Silveira, Wazlawick e Rover (2015): propuseram um modelo brasileiro de interoperabili-
dade e-Justice (MNI, do inglês Brazilian e-Justice Interoperability Model), com propósito
de melhorar os níveis de interoperabilidade estabelecidos por European Interoperabi-
lity Framework (EIF) e entre a e-PING e Padrão de Metadados do Governo Eletrônico
(ePMG). Irá aumentar o nível de interoperabilidade entre os padrões existentes no Governo
Eletrônico Brasileiro e expandir o MNI para outros setores.
e) Fazio et al. (2015): apresentaram uma arquitetura de software para adoção da FIWARE
para projetos em Internet das Coisas. Este trabalho descreve os principais componentes da
FIWARE que foram adotados para o projeto da arquitetura.
f) Preventis et al. (2016): propuseram uma arquitetura compatível com IoT, que utiliza os
GE da plataforma FIWARE. Ademais, compararam os projetos utilizando a FIWARE com
projetos IoT, com objetivo de detectar os principais recursos da FIWARE para permitir
implementações entre sistemas compatíveis com projetos IoT. Os autores destacaram que
há falta de ferramentas GE e que as mesmas precisam ser implementadas para oferecer
funcionalidades necessárias para as camadas de arquitetura especificadas pela IoT.
g) Pinto (2016): propõe uma arquitetura utilizando a FIWARE para o tratamento de dados
heterogêneos promovendo um papel ativo aos cidadãos e desenvolvedores de aplicativos
móveis. Essa arquitetura coletará as informações sobre os dados móveis das ocorrências
de envolvimento dos cidadãos e apoiar configurações infinitas para modelos empresariais
ou desenvolvimento de ferramentas de suporte para os funcionários do governo da cidade.
Conforme pode ser observado nos trabalhos apresentados acima, nenhum deles abrangiam
os dois temas. Os trabalhos de Santos (2008), Santos e Reinhard (2012), Machado, Santos e Junior
(2013) e Silveira, Wazlawick e Rover (2015) somente contribuem com relação a arquitetura
e-PING. Por fim, os trabalhos de Fazio et al. (2015), Preventis et al. (2016) e Pinto (2016)
somente contribuem com relação a plataforma FIWARE. Portanto, evidencia-se a importância e
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o relacionamento de cada um dos trabalhos apresentados com o trabalho proposto. O trabalho
proposto, contempla esses dois temas.
1.5 Metodologia
Este capítulo tem como objetivo descrever os critérios adotados na metodologia para
o desenvolvimento deste trabalho. A Seção 1.5.1 apresenta o arcabouço para execução do
mapeamento sistemático, assim como a classificação da natureza da pesquisa realizada. Enfim, a
Seção 1.5.2, descreve as etapas da dissertação.
1.5.1 Classificação de Pesquisa
Conforme apresentado na Seção 1.3, o principal objetivo deste trabalho é desenvolver
um Framework que permita a interoperabilidade dos Softwares Públicos que aderem o uso
da e-PING, suas características e vantagens, no contexto de Cidades Inteligentes, apoiando a
plataforma aberta FIWARE, por meio da e-PING para as aplicações que utilizam esta plataforma.
A fim de contemplar o objetivo proposto é adotada a metodologia descrita a seguir.
A metodologia de pesquisa é um passo essencial para o pesquisador, que contém o
objetivo de aumentar o conhecimento que será construído, atingir os resultados e colaborar
na condução da pesquisa (GIL, 2017). Essa metodologia é dividida em quatro tipos: quanto à
natureza, a abordagem dos dados, aos objetivos e aos procedimentos técnicos (WAZLAWICK,
2015).
Figura 1 – Tipos de Pesquisa e suas características.
• Bibliográfica
• Experimental
• Estudo de
Caso
• Outros
• Exploratória
• Descritiva
• Explicativa
• Qualitativa
• Quantitativa
• Pesquisa Básica
• Pesquisa Aplicada
Quanto a 
natureza
Quanto a 
abordagem 
dos dados 
Quanto aos 
procedimentos
Quanto aos 
objetivos
Fonte – Autora (2019).
Capítulo 1. Introdução 23
A Figura 1 apresenta os elementos de realização concreta de uma investigação planejada,
desenvolvida e redigida, de acordo com as normas da metodologia adequada para a pesquisa.
Considerando a metodologia adotada, pode-se classificar a relação quanto à natureza, em duas:
básica ou aplicada (GERHARDT; SILVEIRA, 2009). Portanto, diante desse contexto, utilizou-
se a pesquisa aplicada, que visa conhecimentos para aplicações práticas, com o objetivo de
solucionar problemas específicos (SILVEIRA; CÓRDOVA, 2009). Ou seja, o Framework irá
direcionar as organizações que utilizam a arquitetura e-PING com as aplicações que utilizam a
plataforma FIWARE.
Dadas as características gerais da pesquisa, pode haver diferentes abordagens dos dados,
podendo elas serem qualitativa ou quantitativa. Pesquisa qualitativa é uma pesquisa que busca
aprofundar os fenômenos complexos específicos e que não se preocupa com análises estatísticas,
para análises e classificações (MERRIAM, 1998; FONTELLES et al., 2009). A pesquisa quanti-
tativa é uma pesquisa que contém um número representativo da população para classificá-los
e analisá-los estatisticamente, tais como média, desvio padrão, mediana, correlação. A técnica
essencial para coleta de dados para essa pesquisa é o questionário estruturado (MALHOTRA,
2012). Este trabalho é classificado como uma pesquisa qualitativa por se tratar de um Framework
de melhoria para o GEB.
Observando a relação aos objetivos, a pesquisa pode ser classificada como exploratória,
descritiva ou explicativa. Esta pesquisa classifica-se como exploratória pois, segundo Gil (2017)
uma pesquisa exploratória tem como objetivo tornar o problema mais familiar, isto é, tornar evi-
dente o que de fato há de se resolver (GIL, 2017). Ou seja, seu contexto é devido à familiarização
com o experimento investigado, possibilitando melhor precisão no desenvolvimento.
Fazendo menção aos procedimentos técnicos, a pesquisa em si pode conter diferentes
classificações, sendo elas: pesquisa de campo, bibliográfica, experimental, estudo de caso, survey
e dentre outras. Este trabalho é considerado como bibliográfico e estudo de caso. A pesquisa
bibliográfica representa por resultar em estudos de artigos, dissertações, monografias, teses,
livros, jornais ou quaisquer outras publicações concedidas por ferramentas acessíveis ao público
(WAZLAWICK, 2015). Dessa maneira, será descrita a solução do trabalho. Por fim, a pesquisa
de estudo de caso busca validar o Framework, em forma de provas de conceito, objetivando uma
investigação profunda e exaustiva com o intuito de verificar o desempenho de acordo com os
critérios estabelecidos (GIL, 2017).
1.5.2 Etapas da Pesquisa
A Figura 2 ilustra o processo de condução para esta pesquisa, que contêm 8 atividades
desenvolvidas sequencialmente.
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Figura 2 – Atividades da Dissertação.
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Fonte – Autora (2019).
A seguir serão descritas as oito atividades:
1. Definição da Pesquisa: consistiu na caracterização do problema que foi trabalhado de
forma precisa, a fim de obter coesão entre o estudo e o problema levantado. Assim,
proporcionou um estudo bem definido e detalhado atingindo os objetivos propostos.
2. Levantamento Bibliográfico: consistiu em identificar pesquisas em bases de artigos
científicos, teses, dissertações e demais. Essa pesquisa auxiliou para a fundamentação
teórica do presente trabalho (apresentada no Capítulo 1). Para esse levantamento, foram
realizadas buscas nas bases apresentadas na Seção 1.4.
3. Framework Smart e-PING: essa atividade teve como objetivo propor um Framework,
denominado Smart e-PING, que pretendeu interoperar entre um Software Público, com a
necessidade de inseri-lo no contexto de Cidades Inteligentes, utilizando uma plataforma
middleware.
4. Elaboração do Framework Smart e-PING: consistiu em desenvolver o Framework pro-
posto.
5. Elaboração da Validação do Framework Smart e-PING: refere-se a validação que
abrangeu uma investigação profunda e exaustiva em ambiente real, com o intuito de
obter conhecimento detalhado do objeto de estudo. Logo, neste trabalho foi utilizado um
Software Público, denominado GPWeb3.
6. Análise e Validação do Estudo de Caso: visou atingir os objetivos desejados de acordo
com uma análise descritiva em relação a validação, tendo como base o Framework pro-
posto.
3 Disponível em <https://softwarepublico.gov.br/social/gpweb> ou <https://www.sistemagpweb.com/>.
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7. Escrita da Dissertação: consistiu na elaboração da escrita da dissertação. Ademais,
evidenciou as consequências proporcionadas do trabalho de mestrado, pelo qual tornou os
resultados mais evidentes, o que pôde proporcionar a construção de outros trabalhos. Essa
etapa de pesquisa foi realizada paralelamente entre as atividades 3 a 6.
8. Submissão de Artigo Científico: submissão de artigo científico em revista, conferência,
jornal ou outro meio de publicação.
1.6 Metodologia Adotada para a Execução do Mapeamento
Sistemático
Nesta seção foi detalhado o objetivo específico “Investigar a utilização de outras pla-
taformas de IoT abertas voltadas para Cidades Inteligentes”, respectivamente apresentado
na Seção 1.3 deste trabalho.
A realização deste mapeamento sistemático teve como objetivo identificar plataformas, ar-
quiteturas, middlewares e/ou Frameworks sugeridos para Cidades Inteligentes na Administração
Pública. Dessa forma, seguiu-se os protocolos estabelecidos por Petersen et al. (2008).
Nas próximas subseções, serão apresentadas a realização deste mapeamento sistemá-
tico. Dessa maneira, outros pesquisadores que possuam interesses neste trabalho poderão repe-
tir/avaliar de forma mais precisa, podendo efetuar os mesmos passos.
1.6.1 Questão de Pesquisa
O escopo para utilização deste mapeamento sistemático relaciona-se em identificar a
importância da adoção das Cidades Inteligentes. Portanto, a questão de pesquisa formou-se com
o intuito de alcançar o objetivo desta revisão.
Questão de pesquisa da dissertação: Quais (Framework/ Middleware/ Plataforma/ Arqui-
tetura) são sugeridos para Cidades Inteligentes?
1.6.2 Estratégia e Fontes de Busca
A base de dados utilizada para esta pesquisa na área da computação foi a Scopus. A
Scopus foi escolhida por ser uma das maiores fontes de referência a qual abrange trabalhos das
seguintes bases: ACM Digital Library, IEEE Xplore, ScienceDirect, dentre outras (SCOPUS,
2018).
Para a execução da pesquisa na base foram utilizadas strings de busca para realçar as
definições dos termos ou palavras chaves a serem utilizadas. Nessa pesquisa foram adotados
métodos de filtragem, como o título (title), o resumo (abstract) e as palavras-chaves (keywords)
dos artigos. Ademais, também foram considerados artigos em inglês e da área de pesquisa
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referente a Computação, com o objetivo de remover os artigos que não contribuíram para a
temática abordada.
Na Tabela 1 são exibidos os termos genéricos utilizados na realização do mapeamento
sistemático, bem como a String de busca da Scopus com tais termos.
Tabela 1 – Termos e String de busca utilizados no mapeamento.
Termos Genéricos String da Scopus
Smart City, Middleware,
Framework, Platform,
Architecture
TITLE-ABS-KEY("smart cit*") OR ("smartcit*")
OR ("IoT") OR ("Internet of Things"))
AND ("middleware") OR ("Framework") OR
("architecture") OR ("platform"))).
Fonte – Autora (2019).
Conforme apresentado na Tabela 1, cinco termos (em inglês) foram definidos para a
realização da busca. Uma vez que os termos são considerados de suma importância, foi possível
dar origem a string de busca estabelecida acima.
Após a conclusão das pesquisas na Scopus, começou a seleção dos artigos filtrados com
base nos critérios e análise dos métodos de seleção definidos na seção a seguir.
1.6.3 Critérios de Seleção e Procedimentos de Estudo
Com o propósito de excluir os estudos que não colaboram com as questões de pesquisa,
foram definidos os critérios de Inclusão e os de Exclusão, características essenciais de um
Mapeamento Sistemático (PETERSEN, 2011). Ademais, esses critérios são essenciais para evitar
os pontos de vista dos avaliadores no processo de Inclusão e Exclusão. De acordo com a Tabela
2, foram definidos esses critérios.
Tabela 2 – Critérios de Inclusão e Exclusão.
Critérios de Inclusão Critérios de Exclusão
a) Estudos sobre plataformas, arquiteturas,
middlewares e/ou Frameworks sugeridos
para Cidades Inteligentes;
b) Estudos abrangendo o ano de
publicação superior a 2006;
c) Estudos contendo o escopo da
pesquisa: artigos, anais de conferências e
jornais.
d) Estudos contendo os idiomas
inglês e português.
a) Estudos que não especificam quais
plataformas, arquiteturas, middlewares
e/ou Frameworks sugeridos para Cidades
Inteligentes;
b) Estudos em que o abstract não define
claramente o objetivo/contribuição do
trabalho;
c) Estudos abrangendo o ano de
publicação inferior a 2007;
d) Estudos duplicados;
e) Estudos que não contemplam os
idiomas inglês ou português.
Fonte – Autora (2019).
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1.6.4 Análise dos resultados do Mapeamento Sistemático da Literatura
O Mapeamento Sistemático teve como objetivo identificar as plataformas, arquiteturas,
middlewares e/ou Frameworks sugeridos para Cidades Inteligentes. Uma única questão que
foi analisada, foi aquela que os artigos continham a apresentação das plataformas, arquiteturas,
middlewares e/ou Frameworks.
O Mapeamento Sistemático foi realizado entre os meses de março de 2017 e agosto de
2017. Com a aplicação da string de busca e palavras chaves em inglês na base da Scopus foram
encontradas inicialmente 8.584 artigos. Após as buscas, iniciou-se a seleção por meio dos critérios
de Inclusão e Exclusão, retornando 1.500 artigos para efetuar uma análise mais aprofundada.
Desses 1.500 artigos, 73 foram selecionados para estabelecer a resposta deste mapeamento
sistemático. Para cada artigo selecionado, foram extraídas informações dos middleware e/ou
Framework e a sua descrição. No Capítulo 3 são detalhadas as plataformas identificadas nesse
Mapeamento Sistemático. Por fim, no Capítulo 2, na Seção 2.5.1, é detalhado o middleware mais
utilizado para Cidades Inteligentes.
1.7 Organização da Dissertação
A organização desta dissertação está organizada em cinco capítulos. Os tópicos a seguir
descrevem o conteúdo de cada um deles:
No Capítulo 2 é apresentada a fundamentação teórica, que embasa os conceitos funda-
mentais para o desenvolvimento do trabalho, tais como: Interoperabilidade, e-PING, Cidades
Inteligentes, Requisitos Middleware para Cidades Inteligentes e Middleware para Cidades Inteli-
gentes.
No Capítulo 3 são apresentadas as plataformas middlewares para Cidades Inteligentes
existentes na literatura e uma avaliação quanto ao atendimento dos requisitos e plataformas
apresentadas.
No Capítulo 4 é descrito o Framework Smart e-PING, descrevendo todas as etapas.
No Capítulo 5 é apresentada a validação do Framework Smart e-PING.
Finalmente, no Capítulo 6, são apresentadas as conclusões, as dificuldades, os trabalhos
futuros e as contribuições relacionadas à dissertação.
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Fundamentação Teórica
Neste capítulo são apresentados os conceitos teóricos relacionados a Interoperabilidade,
Padrão de Interoperabilidade do Governo Eletrônico, Softwares Públicos, Cidades Inteligentes,
Middleware, Requisitos de Middlewares para Cidades Inteligentes e Arquitetura de Software.
2.1 Interoperabilidade
Interoperabilidade (do inglês, interoperability) é a integração e comunicação entre sis-
temas, organizações, serviços, aplicações ou plataformas trabalhando em conjunto (SANTOS;
ROCHA; CARVALHO, 2014). As organizações, pessoas ou sistemas computacionais (distri-
buídos, independentes e desenvolvidos em diferentes tecnologias ou plataformas) deveriam
compartilhar informações de maneira eficaz e eficiente (SANTOS; ROCHA; CARVALHO, 2014;
DESAI; SHETH; ANANTHARAM, 2015). Com a interoperabilidade, são elaborados processos
eficientes, com a finalidade de reduzir os custos organizacionais e prevenir a redundância dos
dados entre os sistemas utilizados (SERRANO et al., 2015). A interoperabilidade também é
considerada uma conexão entre diferentes computadores com a capacidade de compartilhar
informações, em que é necessário haver a cooperação das organizações (BARBOSA et al., 2016).
Quando os sistemas são interoperáveis, eles apresentam características importantes
como a eficiência, melhor prestação de contas (accountability) e serviços, redução de custos,
reuso de soluções, escalabilidade das soluções, maior transparência, coordenação nas ações do
governo e a promoção da cooperação internacional. Outrossim, possibilita a comunicação de
diferentes dispositivos (serviços, sistemas, aplicações) interconectados na rede, proporcionando
o compartilhamento de informações e eliminando as informações redundantes, independente
do protocolo, software ou hardware que está sendo utilizado (SANTOS; REINHARD, 2010;
DELICATO; PIRES; BATISTA, 2013; MELLO; MESQUITA; VIEIRA, 2015).
Para possibilitar a interoperabilidade, é necessário haver a cooperação das organizações,
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e essas devem estar em conformidade sobre a forma como interoperar (SANTOS; REINHARD,
2012). É essencial o conhecimento da utilização de padrões tecnológicos utilizados nos mecanis-
mos de interoperabilidade a fim de reduzir o esforço na construção das interfaces de integração e
comunicação de maneira ágil e eficaz (JANSSEN; ESTEVEZ; JANOWSKI, 2014).
A interoperabilidade é um problema complexo e possui desafios a serem superados para
conseguir obter o sucesso (CURRY, 2012). Os autores Curry (2012) e Scholl e Klischewski
(2007) apontam dez desafios encontrados na implementação da interoperabilidade, que são:
a) Conceituais: visa garantir a interpretação/significado exato das informações trocadas;
b) Tecnológica: relacionadas à heterogeneidade das plataformas de sistemas gerando a
incompatibilidade de protocolos, codificação, infra-estruturas, padrões ou plataformas;
c) Organizacionais: corresponde à incompatibilidade das responsabilidades, autoridades e
estruturas organizacionais;
d) Constitucional/Legal: referente a separação dos poderes, níveis e ramos do governo.
Oferece e integração de sanções e interoperação dentro de certas fronteiras;
e) Jurídica: operam de forma independentemente uns dos outros. Possuem interação volun-
tária das suas informações e processos de negócios, não podendo ser imposta;
f) Colaborativas: referente às organizações distintas que não estão dispostas e disponíveis
para a colaboração e interoperação;
g) Informacionais: diz respeito às organizações que promovem o uso de informações com-
partilhadas, porém não as compartilham;
h) Custos: refere-se às restrições orçamentárias inesperadas das organizações;
i) Desempenho: relacionada ao desempenho dos sistemas em termos de resposta quando há
um grande número de sistemas interoperando entre si;
j) Gerencial: referente aos diferentes interesses e necessidades das organizações. Quando os
interesses são comuns se torna mais fácil a interoperabilidade e a integração dos sistemas.
A interoperabilidade pode ser projetada no início do sistema tornando-se eficaz, fácil e
menos custosa. Por outro lado, a interoperabilidade pode ser adaptada em um sistema existente,
porém demandará grande esforço em seu processo de adaptação. Esses esforços podem afetar
os aspectos desse sistema existente, como por exemplo os protocolos de comunicação. Estas
considerações podem representar obstáculos à adaptação da interoperabilidade aos sistemas
existentes (MADNI; SIEVERS, 2014).
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2.2 Padrão de Interoperabilidade do Governo Eletrônico (e-
PING)
A arquitetura e-PING é um padrão de interoperabilidade do Governo Eletrônico Brasileiro
(GEB) que vem sendo desenvolvido desde 2003 pelo Governo Federal Brasileiro para ser
utilizado em seus órgãos. Essa arquitetura foi criada pelo Departamento de Governo Eletrônico,
que faz parte da Secretaria de Logística e Tecnologia da Informação, localizada no Ministério do
Planejamento, Orçamento e Gestão (BRASIL, 2007; BARROS; CEPIK; CANABARRO, 2010).
O foco da especificação inicial dessa arquitetura é o Poder Executivo do Governo Federal
Brasileiro, porém a estrutura da arquitetura contempla informações dos Poderes Legislativo
e Judiciário do Governo Federal, Governos Estaduais e Municipais, o Ministério Público e
organizações nacionais e internacionais. Esse padrão contém um conjunto de políticas, premissas
e especificações técnicas que estabelece utilização das Tecnologia de Informação e Comunicação
(TIC) na interoperabilidade dos serviços eletrônicos do governo no Brasil, ao qual determina
condições para integração com outras instituições governamentais (BRASIL, 2007).
Figura 3 – Políticas gerais utilizadas na construção da e-PING.
Fonte – Adaptado de Brasil (2016).
Conforme apresentado na Figura 3, consiste em 5 políticas gerais utilizadas na sua
construção, uma vez que estas são especificações técnicas relacionadas às soluções quanto a
interoperabilidade. A seguir são descritas essas políticas (BRASIL, 2016):
a) Adoção preferencial de padrões abertos: especifica que são adotados padrões abertos,
porém os padrões proprietários são aceitos de forma transitória, se não houver perspec-
tivas substituições de imigração respeitando os requisitos estabelecidos de segurança e
integridade;
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b) Uso de Software Livre e/ou Software Público: os padrões definidos devem priorizar o
uso dos softwares livres e/ou softwares públicos, em conformidade com as diretrizes do
Governo Eletrônico e as normas do Sistema de Administração de Recursos de Tecnologia
da Informação;
c) Transparência: todos os documentos da e-PING devem estar disponíveis via Internet
para a disposição da sociedade;
d) Segurança: considerar o nível de segurança exigido na prestação de serviços, com a
máxima transparência;
e) Suporte de mercado: todas as especificações técnicas incluídas na e-PING abrangem
soluções altamente utilizadas no mercado, a fim de reduzir os riscos e os custos na produção
dos serviços nos sistemas governamentais.
Segundo Brasil (2016), a e-PING é considerada uma estrutura básica utilizada para
a estratégia do GEB que foi definida por meio da arquitetura Government Interoperability
Framework (e-GIF), que foi desenvolvida pelo governo britânico em 2000. Devido ao tempo de
implementação e sua evolução contínua, o e-GIF se tornou uma grande referência para a e-PING.
Figura 4 – Áreas cobertas pela e-PING.
Fonte – Adaptado de Brasil (2016).
Conforme apresentado na Figura 4, esse padrão foi segmentado em cinco grupos:
a) Interconexão: trata da padronização para que os órgãos do governo e a sociedade se
interconectem;
b) Segurança: refere-se aos aspectos de segurança de TIC para proporcionar a validade e a
privacidade das operações;
Capítulo 2. Fundamentação Teórica 32
c) Meios de Acesso: determina as políticas e especificações dos padrões dos dispositivos de
acesso aos serviços do Governo Eletrônico;
d) Organização e intercâmbio de informações: apresenta a forma de modelar/ organizar
as informações para possibilitar a reutilização das informações de uma maneira simples;
e) Áreas de integração para o Governo Eletrônico: define as especificações técnicas para
o intercâmbio das informações e intercâmbio baseados nas definições da e-PING, em áreas
transversais da atuação governamental.
A segmentação Meios de Acesso apresenta uma política geral que fornece recursos
para middlewares (BRASIL, 2016). Esses middlewares são utilizados para Cidades Inteligentes
(ATZORI; IERA; MORABITO, 2010; BORGIA, 2014).
2.3 Softwares Públicos
Na década de 1960 os pesquisadores começaram a compartilhar seus códigos, devido a
indisponibilidade de soluções comerciais nessa época (HERTEL; NIEDNER; HERRMANN,
2003). Com o crescimento significativo dos Softwares Livres nas organizações ao passar dos
anos, os pesquisadores adotaram essa solução, mais rápida e inovadora, em suas organizações
(MARSAN; PARÉ; BEAUDRY, 2012). Para Gwebu e Wang (2011) Software Livre é uma
solução importante que proporciona a flexibilidade na reutilização de inovações desenvolvidas
por outros, investigar e adaptar às suas necessidades, agregando qualidade em suas aplicações.
O termo Software Livre ou open source é um software de código-aberto que disponibiliza
ao público o código-fonte de um determinado software. Um Software Livre permite aos seus
desenvolvedores executar, estudar, compartilhar, busca melhor gestão de recursos no desenvol-
vimento, colaborar no desenvolvimento, aperfeiçoar o código em seus projetos adequando as
suas necessidades e a possibilidade de outros desenvolvedores se beneficiarem dessas mudanças
(ALVES; PESSÔA; SALVIANO, 2011; SANTANA; ALENCAR; CORREIA, 2017).
A utilização de Software Livre oferece vantagens como a flexibilidade na reutilização de
soluções/inovações desenvolvidas por outros, a inovação tecnológica, possibilita a investigação
e aperfeiçoamento do código em seus projetos, adequando as suas necessidades. Outrossim,
evita duplicação de esforços e identifica e corrige bugs em menos tempo (HERTEL; NIEDNER;
HERRMANN, 2003; ALVES; PESSÔA; SALVIANO, 2011; GWEBU; WANG, 2011; MAR-
SAN; PARÉ; BEAUDRY, 2012; SANTANA; ALENCAR; CORREIA, 2017). O Software Livre
é visto como uma solução importante para os desenvolvedores, que proporciona aperfeiçoar a
experiência desses usuários, assim como o código-fonte que é público. Dessa forma, o Software
Público1 é um tipo de Software Livre que possui as seguintes diferenças: (i) a proteção do seu
1 <https://softwarepublico.gov.br/social/>.
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código-fonte relacionados aos artefatos da constituição do software; e (ii) vinculado às responsa-
bilidades da administração pública no processo de disponibilização de soluções à sociedade em
geral (MEIRELLES et al., 2017).
Uma vez considerado como um bem público, é necessário atender a determinados pré-
requisitos legais em relação ao controle de patrimônio público, ou seja, registrá-lo no Portal
do Software Público Brasileiro (PSPB) (FERREIRA; MEIRELLES; NERI, 2017). A fim de
disponibilizar um ambiente capaz de permitir o compartilhamento de projetos, o PSPB foi
disponibilizado em 2007, possibilitando a criação de comunidades para o desenvolvimento de
cada projeto de forma individualizada (SANTANA; ALENCAR; CORREIA, 2017).
O PSPB se trata de um ambiente Web que permite à sociedade e órgãos brasileiros
compartilhar seus softwares, bem como disponibilizar seus manuais de instalação, fóruns de
discussão, e documentação necessária para aperfeiçoamento proveniente dessas contribuições.
O PSPB oferece: (i) um espaço para discussões; (ii) listas de e-mails; (iii) sistemas de controle
de versões; (iv) recursos para incentivar os desenvolvedores, fomentando o desenvolvimento
econômico das áreas em que promoveu a criação de empregos no país; e (v) redes sociais
(MEIRELLES et al., 2017).
Com base no número de softwares disponibilizados no PSPB, observa-se que houve
uma demanda significativa pelos serviços no portal, à medida que são criados usuários e estes
passem a utilizar de forma efetiva o portal. Todavia, ainda não há uma efetividade comprovada
no compartilhamento do conhecimento, que se contrapõe à ideia principal do portal. Isso ocorre
devido a insuficiência técnica ou capital dos usuários, que existe o interesse pelos softwares,
porém não há conhecimento disponível para aperfeiçoá-los. Dessa forma, é apresentada a
demanda para o PSPB a fim de desenvolver de maneira técnico-cientifica os usuários do portal
(SANTANA; ALENCAR; CORREIA, 2017; MEIRELLES et al., 2017).
2.4 Cidades Inteligentes
O termo Cidades Inteligentes (CI) contém uma variedade de sinônimos, que podem
ser frequentemente substituídos por “smart city” ou adjetivos alternativos, como por exemplo:
“intelligent city”, "virtual city", "ubiquitous city", "sustainable city", "learning city", "green city",
"knowledge city", "information city", "virtual city", “digital city” ou "wired city". Porém, o mais
utilizado é smart city ou smartcity (COCCHIA, 2014; ALBINO; BERARDI; DANGELICO,
2015).
Esse termo foi utilizado pela primeira vez na década de 1990, com foco eficiente de
Tecnologias de Informação e Comunicação (TIC) para auxiliar no provimento de infraestru-
tura e serviços da cidade, podendo trazer melhorias para o dia a dia dos habitantes (ALBINO;
BERARDI; DANGELICO, 2015; GARCIA; FORTES; NASCIMENTO, 2018). CI surgiu para so-
lucionar os problemas enfrentados com o aumento populacional nas cidades, como por exemplo:
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urbanos, transporte, saúde, energia, água, dentre outros (BEHERA; REDDY; ROY, 2016; AZIZ
et al., 2016; KIM, 2017; SAHOO; RATH, 2018). Uma CI impulsiona o crescimento econômico
sustentável e uma alta qualidade de vida para os cidadãos (KOMNINOS; TSARCHOPOULOS;
KAKDERI, 2014; BOLÍVAR; LÓPEZ-QUILES, 2018).
Segundo Kourtit e Nijkamp (2012), CI é a junção de estratégias inovadoras e direci-
onadas ao conhecimento, a fim de aperfeiçoar os desempenhos competitivos dos resultados
sociais, empreendedores, da infraestrutura e do capital humano. Para os autores Bakici, Almi-
rall e Wareham (2013), Cidade Inteligente é um ambiente tecnológico que consiste em novas
tecnologias em ambientes urbanos conectando as pessoas e as informações, em favor de um
ambiente sustentável (KUIKKANIEMI et al., 2011), por meio de um ponto de vista geográfico e
social (SHAPIRO, 2006; WINTERS, 2011). Para Bolívar e López-Quiles (2018), CI refere-se à
satisfação do cidadão com a prestação dos serviços públicos, que são resultantes da alavancagem
de aplicações de TIC.
Segundo Giffinger et al. (2007), as CI estão divididas em seis pilares essenciais, que são:
a) Ambiente Inteligente (Smart Environment): assegura a atratividade de condições natu-
rais, proteção ambiental e controle de recursos, dentre outros.;
b) Economia Inteligente (Smart Economy): define a competitividade da inovação, do em-
preendedorismo, eficácia, dentre outros.;
c) Governo Inteligente (Smart Governance): referente à tomada de decisão comunicativa
oferecendo serviços aos cidadãos e ao governo público;
d) Mobilidade Inteligente (Smart Mobility): objetiva a acessibilidade, disponibilidade das
redes de TIC, dentre outros.;
e) Modo de Vida Inteligente (Smart Living): representa a qualidade de vida, incluindo a
segurança, situações de saúde, ambiente, cultura, educação, dentre outros.;
f) Pessoas Inteligentes (Smart People): apresenta a qualificação, flexibilidade, criatividade
dos cidadãos, dentre outros.
No entanto, a fim de melhorar a qualidade de vida não basta utilizar apenas esses eixos
(MOSTASHARI et al., 2011). Desse modo, para que funcione de forma adequada é necessário
dar semântica aos dados provenientes dos dispositivos para melhor atender as soluções que
derrubem as barreiras de uma qualidade de vida. A interoperabilidade é um requisito essencial
(ERGAZAKIS; METAXIOTIS; PSARRAS, 2004), porém, ainda é um grande desafio devido
a heterogeneidade dos dispositivos, tecnologias, protocolos de comunicação, dentre outros
(GAMA; TOUSEAU; DONSEZ, 2012; ZANELLA et al., 2014).
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Para Ergazakis, Metaxiotis e Psarras (2004), CI objetiva incentivar a contínua criação,
compartilhamento e atualização do conhecimento. Isso é alcançado por meio da interoperabili-
dade entre os próprios cidadãos da mesma cidade ou de cidades diferentes. Essas cidades devem
conter uma alta capacidade para a aprendizagem e inovação, que é embutida na criatividade de
sua população, suas instituições de criação de conhecimento e sua infra-estrutura digital para
comunicação e gestão do conhecimento.
2.5 Middlewares
Segundo Sun e Blatecky (2004), o middleware ou mediador é um software utilizado
por aplicações distribuídas para transportar dados ou informações de diferentes aplicativos,
suportando uma sincronização escalável de replicação em sistemas distribuídos. Esse software,
por meio de camadas lógicas, abstrai a complexidade existente no desenvolvimento e na execução
desses sistemas. Borgia (2014) define um middleware como um software para o desenvolvimento
de novos serviços e novas tecnologias integradas para aplicações específicas em Internet das
Coisas (ou IoT, do inglês Internet of Things).
Um middleware contém uma camada de software entre as aplicações e as camadas
de comunicações de rede, fornecendo confiabilidade, segurança, privacidade, consistência e
disponibilidade dos serviços às aplicações (RAZZAQUE et al., 2016). O middleware facilita e
coordena a integração dos dispositivos heterogêneos de computação e comunicação, apoiando
a interoperabilidade das aplicações e domínios (LIU et al., 2016). Ele é essencial para IoT,
computação distribuída e alto desempenho em computação paralela (SUN; BLATECKY, 2004).
Um middleware fornece uma interface abstrata que dá ao desenvolvedor uma visão uni-
forme de sistemas operacionais e redes de baixo nível. Mais precisamente, permite que cientistas
e engenheiros utilizem e compartilhem de forma transparente recursos como computadores,
dados, redes e instrumentos (SUN; BLATECKY, 2004). As plataformas de middleware surgi-
ram para facilitar o desenvolvimento de aplicações, possibilitando a integração de dispositivos,
pessoas, sistemas, dados e uma série de serviços necessários para as aplicações (LIU et al., 2016).
O middleware é uma camada entre o sistema operacional e aplicativos distribuídos, que
esconde a complexidade e a heterogeneidade dos sistemas. Outrossim, proporciona um grau
de transparência de distribuição (TANENBAUM; STEEN, 2007). Para Alonso et al. (2004),
um middleware é basicamente um conjunto de abstrações de programação desenvolvidas para
facilitar o desenvolvimento de sistemas complexos.
O middleware pode facilitar o processo de desenvolvimento por meio da integração
heterogênea de dispositivos e comunicações, além de suportar a interoperabilidade dentro das
diversas aplicações e serviços (RAZZAQUE et al., 2016). As plataformas de middleware contém
diferentes aspectos gerais. Pode ser difícil identificar as semelhanças e obter uma perspectiva
abrangente da funcionalidade que cada uma delas pode oferecer (ALONSO et al., 2004).
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O middleware contém dois aspectos importantes que devem ser diferenciados. No pri-
meiro, o middleware fornece abstrações de programação para projetar diferentes aplicativos
distribuídos. No segundo, o middleware implementa a funcionalidade fornecida pelas abstrações
de programação.
Os principais middlewares para a comunicação são: Middleware Remote Procedure Call
(RPC), Middleware Orientado a Mensagem e Middleware para IoT (ALONSO et al., 2004;
COULOURIS et al., 2011).
a) Middleware Remote Procedure Call (RPC): um middleware propicia abstrações de pro-
gramação que escondem as complexidades dos aplicativos. Ao invés do programador
ter que lidar com todos os aspectos de uma aplicação, o middleware será o responsá-
vel por isso. Por meio destas abstrações de programação, o desenvolvedor tem acesso a
funcionalidades que de outra forma teriam que ser implementadas desde fases iniciais.
Neste caso, utiliza-se o middleware de procedimento de chamadas remotas baseados no
modelo cliente/servidor. O RPC é um tipo de middleware utilizado para a abstração de
programação. Outrossim, permite a interoperabilidade entre as aplicações, localmente ou
remotamente (COULOURIS et al., 2011).
b) Middleware Orientado a Mensagem (Messag-Oriented Middleware) : é um middleware
utilizado para a troca de mensagens entre aplicações distribuídas de forma assíncrona.
Ao utilizar esse middleware não há garantia de que sua mensagem será lida por outro
aplicativo, nem o tempo que levará para essa mensagem ser entregue. Essas mensagens
podem levar minutos para serem entregues, opostamente do RPC que entrega as mensagens
em milissegundos ou segundos. As mensagens são enviadas e recebidas por meio do First-
In, First-Out (FIFO), ou seja, a primeira mensagem enviada é a primeira mensagem a ser
enviada da fila. Os clientes enviam essas mensagens e aguardam elas serem encaminhadas
ao destino (ALONSO et al., 2004; COULOURIS et al., 2011).
c) Middleware para IoT: define como uma arquitetura para IoT que fornece uma camada
de abstração entre os componentes físicos e as aplicações, sendo assim se torna possível
criar uma camada de serviços em que o desenvolvedor de aplicações IoT não precisa
conhecer detalhes do hardware para utilizá-lo (CHAQFEH; MOHAMED, 2012). A IoT
possui dois conceitos fundamentais para seu funcionamento: Internet e Coisas. O primeiro
é considerado a união das redes de computadores, que por meio do uso de protocolos é
possível prover serviços e conectar com os dispositivos. Enquanto o segundo é considerado
como um paradigma fundamental, uma vez que se baseia em qualquer dispositivo (Coisa)
que possa ser conectado(a) à Internet (BANDYOPADHYAY et al., 2011; MIORANDI et
al., 2012). Nestes dispositivos IoT existem uma certa transparência nas informações, bem
como uma heterogeneidade de plataformas (BANDYOPADHYAY et al., 2011). Os desafios
vão surgindo à medida que novas aplicações estão sendo desenvolvidas. Dessa forma,
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uma vez que existe essa heterogeneidade, é necessário criar uma solução middleware para
IoT abrangendo diferentes requisitos para solucionar os desafios presentes (BANDYO-
PADHYAY et al., 2011; MIORANDI et al., 2012; FERSI, 2015). Esses requisitos são
descritos na Seção 2.6.
Detrás das abstrações de programação proporcionadas pelo middleware, existe uma
infraestrutura de software que implementa essas abstrações. Atualmente, a tendência é aumentar
a complexidade, pois os produtos tentam fornecer abstrações de programação cada vez mais
sofisticadas, tornando as plataformas de middleware mais complexas (ALONSO et al., 2004).
2.5.1 FIWARE
FIWARE ou simplesmente FI-WARE é uma plataforma aberta de middleware para IoT
desenvolvida pela Comissão Europeia e o setor privado para a implantação de aplicativos para
Internet do Futuro (Future Internet). Essa plataforma é utilizada em modelos para CI (PAN, J.;
PAUL, S.; JAIN, 2011; FERREIRA et al., 2017), por meio de dados abertos2, proporcionando
Application Programming Interfaces APIs desenvolvidas em componentes Generic Enablers
(GE). Essas APIs são abertas, genéricas e extensíveis (RAZZAQUE et al., 2016). A FIWARE
disponibiliza ferramentas para diferentes funcionalidades utilizadas no desenvolvimento de
aplicações e serviços para CI, logística, energias renováveis, transportes sustentáveis, dentre
outros. Elas asseguram a interoperabilidade e a criação de modelos padronizados de dados
(PREVENTIS et al., 2016).
Os GE, chamados de habilitadores genéricos, compõem o núcleo da plataforma e são
considerados peças principais para a construção funcional da FIWARE (ELICEGUI et al., 2017).
Além de ser open source, ele é uma solução para softwares proprietários. Os GE tornam a plata-
forma viável para produção de softwares, criando uma plataforma padrão para desenvolvimento
desses softwares para a IoT (DOUZIS et al., 2016). As suas implementações compõem um
conjunto de componentes, que permitem funcionalidades proporcionados pelas API. Oferecem
interfaces interoperáveis, conforme as especificações abertas estabelecidas para cada GE (MOLT-
CHANOV; ROCHA, 2014). Para cada GE é obrigatório conter todas as informações essenciais
para construir produtos, que estejam dentro dos parâmetros desejados e habilitados para aplicar
com outros GE, bem como, a possibilidade de modificar uma implementação (FERREIRA et al.,
2017).
Os habilitadores genéricos estão divididos em capítulos técnicos (do inglês: Technical
Chapters), que são chamados de conjuntos de funcionalidades fornecidas pelas APIs, usados
para prover serviços dentro da plataforma, tais como: segurança, infraestrutura, dentre outros
2 Dados abertos (definido pelo Open Knowledge Internacional) são dados que podem ser utilizados, reutilizados,
acessados, compartilhados livremente por qualquer pessoa para qualquer finalidade sob uma licença das mesmas
regras estabelecidas (BRASIL, 2011).
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(ARMANDO et al., 2017). Atualmente, a especificação da FIWARE, possui 7 capítulos técnicos,
que são (NAMIOT; SNEPS-SNEPPE, 2014):
a) Cloud Hosting: trata de uma abordagem mais moderna em relação a infraestrutura utili-
zada na hospedagem em Cloud Computer (computação na nuvem);
b) Data/Context Management: permite alto desempenho no processamento, exploração de
informações de contexto e na gestão;
c) Internet of Things (IoT) Services Enablement: possibilita o aumento da disponibilidade
de recursos que possuam contextos utilizáveis em aplicativos da FIWARE;
d) Applications, Services and Data Delivery: objetiva criar um ambiente harmônico e sus-
tentável de modo que seja possível promover inovação;
e) Security: aspecto fundamental para garantir a integração como os novos padrões proveni-
entes da Internet das Coisas;
f) Interface to Networks and Devices (I2ND) Architecture: busca atender três domínios.
O primeiro se refere a RDS (redes definidas por software, ou do inglês, Software Defined
Network). O segundo se refere a um middleware que permite integração avançada entre
dispositivos robóticos onde o foco é a comunicação entre todos os GEs. Por fim, os próprios
dispositivos robóticos com integrações com outros GEs;
g) Advanced Web-based User Interface: contém o objetivo de implementar interfaces inte-
rativas. Portanto, é necessário oferecer opções de aplicações e serviços que contenham
abrangência.
Os principais GEs utilizam a interface Next Generation Service Interface (NGSI) como
padrão para a comunicação entre as aplicações. O NGSI é um padrão de gerenciamento de
contextos baseada nas especificações da Open Mobile Alliance (OMA), que oferece uma interface
simples ao seus usuários, podendo ser utilizada em diferentes serviços Web. Desta forma, os
desenvolvedores não necessitam tratar dos problemas de complexidade e fragmentação das
tecnologias IoT (MOLTCHANOV; ROCHA, 2014; KOVACS et al., 2016)).
2.5.1.1 NGSI
A FIWARE utiliza o padrão NGSI para se comunicar com os seus componentes, padro-
nizando as entidades de contexto. A fim de transformar os dados provenientes dos objetos em
"coisas"é necessário consumir os dados baseados em um cenário, publicar e direcionar para
aplicações. Essas entidades são representações de entidades ou objetos do mundo real, que
podem ser utilizadas para representar um sensor, dentre outros (FIWARE, 2018).
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Atualmente existem duas versões, a Next Generation Service Interface versão 1 (NGSIv1)
e a Next Generation Service Interface versão 2 (NGSIv2). A diferença entre elas é que a NGSIv1
faz apenas requisições do tipo GET, enquanto a NGSIv2 consegue realizar todos os tipos de
métodos em suas requisições (FIWARE, 2018).
A NGSI implementa basicamente três conceitos básicos, que são os de entidades (Entity),
atributos (attributes) e elementos do contexto (Context Elements) (ELMANGOUSH et al., 2013).
A Figura 5 apresenta o modelo de informação da especificação NGSI, ou seja, estrutura de dados
com informações associadas às entidades de contexto.
Figura 5 – Modelo de informação da especificação NGSI.
Fonte – FIWARE (2018).
Conforme apresentado na Figura 5, um elemento de contexto possui um conjunto de
atributos de contexto (Context Element Attributes) e metadados (Metadata). As entidades de
contexto contém um identificador (EntityId) e um tipo (EntityType), formando uma entidade
única em uma tupla <EntityId, EntityType> (MARTINEZ et al., 2017; LEA; BLACKSTOCK,
2014). Considerando o seguinte exemplo hipotético, tem-se uma identidade chamada "dengue"
do tipo "doença".
As entidades são a personificação de objetos físicos, ou seja, se trata de uma descrição
que contém atributos dos objetos e metadados relacionados a detalhes das características. Esses
atributos, por sua vez representam uma instância de dados quanto a uma característica. No
NGSI, os atributos possuem uma tupla contendo o nome, tipo e valor (ELMANGOUSH et al.,
2013; FIWARE, 2018). No exemplo hipotético, a entidade "dengue" pode conter um atributo de
localização, do tipo geolocalização e de valor "39000.000,-39000.000" indicando que a doença
da dengue foi localizada em Aracaju.
O valor do atributo contém os dados reais e metadados. Os metadados podem descrever
as propriedades do valor do atributo, como por exemplo a precisão, dentre outros (FIWARE,
2018). Os metadados possuem uma tupla contendo o nome, o tipo e o valor. Voltando ao exemplo
hipotético, a representação do metadado do atributo de contexto "localização" da entidade
"dengue", pode ser representado com o nome "precisão" que indica o valor do metadado "100"
e tipo "inteiro", indicando que a localização está sujeita a margens de erro de 100 metros. A
seguir o Código 1 apresenta um exemplo em JavaScript Object Notation (JSON) da entidade de
contexto, utilizada no exemplo hipotético.
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Código 1 – Exemplo JSON.
1 {
2 "json": {
3 "contextElements": [
4 {
5 "atributes": [
6 {
7 "name": "localizacao",
8 "type": "geolocalizacao",
9 "value": "39000.000, -39000.000",
10 "metadatas": [
11 {
12 "name": "precisao",
13 "type": "inteiro",
14 "value": "100",
15 }
16 ]
17 }
18 ]
19 "id": "dengue",
20 "type": "doenca"
21 }
22 ]
23 }
24 }
Fonte – Autora (2019).
2.5.1.2 Orion Context Broker
É uma implementação do NGSIv2 que faz parte da plataforma FIWARE, ou seja, é a
base da plataforma FIWARE (KOVACS et al., 2016; ALONSO et al., 2018). Contém o objetivo
de tratar diferentes tipos de dados durante todo o seu ciclo de vida, baseando-se em um contexto
personalizável. Portanto, ao fazer uso dessa ferramenta é possível elaborar um contexto para
realizar alterações dos dados durante seu ciclo de vida por meio de requisições (SUN et al.,
2016).
O Orion Context Broker (ORION) oferece operações como as de atualizações, consultas,
registros e assinaturas (subscription)3. O principal objetivo é fornecer diferentes acessos. O
ORION contém um banco de dados de código aberto, denominado de MongoDB, que armazena
informações de dados de contexto, como entidades de dados, assinaturas e registros. A comuni-
cação do ORION é feita por meio de mensagens REST, utilizando o JavaScript Object Notation
3 São assinaturas utilizadas para notificar as informações alteradas. Desta forma, quando acontece uma alteração
nos valores de atributos das entidades, uma notificação é enviada para a aplicação externa (FIWARE, 2018)
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(JSON). Esse banco armazena de forma normalizada as entidades. Essas entidades contém pelo
menos dois campos, identificador (ID) e tipo (FIWARE, 2018; SALHOFER, 2018). A Figura 6
apresenta o funcionamento do ORION.
Figura 6 – Visão geral do funcionamento do ORION.
REQUEST HTTP
APLICAÇÕES ORION CONTEXT
BROKER
MongoDB
GET
POST
DELETE
PUT
PATCH
RESPONSE HTTP
JSON
Fonte – Autora (2019).
A Figura 6 ilustra a visão geral do funcionamento do ORION. As aplicações requisitam
o ORION por meio de requisições HTTP, como por exemplo GET, POST, DELETE, PATCH e
PUT. O ORION por sua vez traduz o NGSI e solicita ao banco de dados MongoDB. A resposta
do banco é recebida pelo ORION, que converte os dados para um arquivo JSON. Por fim, esses
dados são passados como resposta, via HTTP, para a requisição feita pelo aplicativo. O ORION
provê dados de forma independente e padronizados. Desse modo, mesmo que o dispositivo pare
de funcionar ou se comunicar, é possível recuperar a informação com base no contexto que este
se encontrava (FIWARE, 2018).
Uma vez que o ORION trata de diferentes tipos de dados baseados em um contexto,
se torna importante para as aplicações IoT ou sistemas que tratem diferentes tipos de dados
(ZAHARIADIS et al., 2014).
2.6 Requisitos de Middlewares para Cidades Inteligentes
No contexto de CI, uma plataforma middleware fornece um conjunto de requisitos para
o paradigma de IoT (ATZORI; IERA; MORABITO, 2010). Tendo em vista que as CI integram
o escopo de IoT, uma plataforma middleware para CI contém os mesmos requisitos de um
middleware voltado para IoT, incluindo demais requisitos inerentes da aplicação (SCHAFFERS et
al., 2011). Esses requisitos são provenientes da interação dos usuários com os aplicativos em uso
ou que possivelmente podem modificar os parâmetros iniciais. Os requisitos são indispensáveis
para o pleno funcionamento do middleware. A seguir são descritos esses requisitos.
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a) Adaptação Dinâmica: é um requisito importante para aplicações, ao assegurar a quali-
dade e a acessibilidade das aplicações no desempenho da sua execução. Caso haja um
mal funcionamento ou falhas nessas aplicações, pode resultar em ameaça à vida ou à
saúde das pessoas, perda ou danos graves de equipamentos ou ambientais, entre outros.
Os middlewares IoT precisam oferecer um funcionamento adequado para as aplicações
heterogêneas, com a finalidade de evitar erros ou inconsistências no sistema. Consequente-
mente, é necessário analisar corretamente as mudanças na estrutura ou no comportamento
do sistema e nos dispositivos que estão sendo introduzidos (CAVALCANTE et al., 2015;
RAZZAQUE et al., 2016).
b) Big Data: é um requisito indispensável para as plataformas IoT. Com o crescimento de
dispositivos, é necessário gerenciar, localizar, buscar e transferir o imenso volume dos
dados provendo respostas rápidas em um tempo hábil. Para solucionar esse problema,
é necessário acompanhar e analisar essa demanda, obtendo novos métodos para o trata-
mento dos grandes volumes de dados (BANDYOPADHYAY et al., 2011; SOLDATOS;
SERRANO; HAUSWIRTH, 2012).
c) Ciência de Contexto: o contexto é representado por pessoas, lugares ou objetos per-
tinentes a troca de informações entre o usuário e um aplicativo (DEY, 2001). Esses
contextos precisam ser utilizados da melhor maneira possível para ajudar decidir quais
dados precisam ser processados, com base nos extraídos (ZIMMERMANN; LORENZ;
OPPERMANN, 2007; ATZORI; IERA; MORABITO, 2010). Esse requisito é um com-
ponente central de um middleware IoT. Eles trabalham em ambientes inteligentes sendo
responsáveis pela extração, gerenciamento e processamento dos dados provenientes dos
dispositivos, por meio dos sensores e os extraem dos contextos necessários definindo o
melhor esforço a ser tomado (ATZORI; IERA; MORABITO, 2010; KRCO; POKRIC;
CARREZ, 2014; PFLANZNER; KERTÉSZ, 2016).
d) Conectividade: fazem o uso de diferentes meios para a troca de informações, propor-
cionando o aumento do volume de dados provenientes dos dispositivos, que utilizam
a Internet para sua conectividade total e interoperabilidade via tecnologias, tais como:
Wireless Fidelity (Wi-Fi)4, Near Field Communication (NFC)5, ZigBee6, Radio-Frequency
4 É uma tecnologia sem fio que pode se comunicar uns com os outros, por meio de uma rede local de computadores
ou Internet. Essa comunicação contém uma alta qualidade de desempenho (VIJAYAKUMAR et al., 2018).
5 É uma tecnologia wireless que permite o envio de dados por meio de ondas eletromagnéticas, eliminando o uso
de cabos ou fios. Somente é necessário a aproximação física entre os dispositivos (MYNY; STEUDEL, 2016).
6 É uma tecnologia que disponibiliza uma rede com extrema baixa potência de operação, buscando reduzir o
consumo de energia nos dispositivos, a fim de estender a vida útil de suas baterias, podendo as mesmas durarem
anos (RONEN et al., 2018).
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IDentification (RFID)7, 3G/4G e Bluetooth8 (ATZORI; IERA; MORABITO, 2010; NITTI
et al., 2016; KASSAL; STEINBERG; STEINBERG, 2018).
e) Descoberta e gerenciamento de dispositivos: possibilita a detecção de todos os dis-
positivos existentes em um ambiente IoT, tornando a sua presença conhecida na rede
e realizando dinamicamente o atendimento dos requisitos das aplicações. É essencial
para (i) desenvolver soluções para descobrir e gerenciar os dispositivos, no que se refere
ao fornecimento das informações sobre a sua localização e do seu estado; (ii) permitir
localizar ou desconectar dispositivos roubados, perdidos ou não reconhecidos; (iii) confi-
gurar/modificar os dispositivos automaticamente; e por fim, (iv) proporcionar a integração
entre os dispositivos (BANDYOPADHYAY et al., 2011; CAVALCANTE et al., 2015;
AMARAL et al., 2016).
f) Escalabilidade: refere-se à capacidade de suportar grandes números de dispositivos,
serviços e funções sem afetar a qualidade dos serviços existentes em um uso intenso
(GOMES; RIGHI; COSTA, 2014; RABBAH et al., 2016; PALADE et al., 2017). Escalar
sistemas é uma dificuldade enfrentada pelas plataformas middlewares, especialmente na
presença das plataformas de hardware e comunicações com os protocolos (GÓMEZ-
GOIRI; IPIÑA, 2010). Para uma plataforma se tornar confiável, é necessário gerenciar
problemas de escalabilidade para as aplicações operarem de forma eficiente, em pequena
ou grande escala de ambientes (MATTERN; FLOERKEMEIER, 2010). Devido a essa
dificuldade, surgiu o paradigma de Computação nas Nuvens com o objetivo de solucionar
os problemas enfrentados pelas plataformas IoT (SOLDATOS; SERRANO; HAUSWIRTH,
2012).
g) Ferramentas de Desenvolvimento: é uma característica essencial com a finalidade de
resolver desafios provenientes dos requisitos dos middlewares IoT. Para essa criação, são
necessárias ferramentas, API ou interfaces gráficas que auxiliem no desenvolvimento das
aplicações (BATISTA et al., 2016).
h) Flexibilidade: os middlewares passarão por constantes avanços, pertinentes ao surgimento
de novas implementações, protocolos, padrões, hardware, dentre outros (FARAHZADI
et al., 2017). A flexibilidade é umas das características importantes que precisa oferecer
aos seus sistemas, pois terá que ser flexível para se adequar ao surgimento das novas
tecnologias (ZHILIANG et al., 2011; MARQUES; GARCIA; POMBO, 2017).
7 É uma identificação automática que emite sinais de rádio frequência, que armazena e recupera os dados
remotamente. Para isso é utilizado dispositivos denominados de RFID, que foram criados para substituir a leitura
de código de barras. Essa tecnologia permite que objetos comuns sejam identificados de maneira única, por
meio de tags (GAMA; TOUSEAU; DONSEZ, 2012).
8 É uma tecnologia que conecta e troca informações com segurança entre dois ou mais dispositivos, como por
exemplo: smartphones, notebooks, computadores, dentre outros. Essa tecnologia é realizada por meio de uma
frequência de rádio curta (MOHAMMADI et al., 2018).
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i) Interoperabilidade: esse requisito é de suma importância, pois possibilita a criação efici-
ente das aplicações por meio da troca de dados ou serviços de forma significativa e maior
agregação aos usuários sem quaisquer problemas e esforços adicionais de programação,
sendo capaz de utilizar domínios de dispositivos. Atualmente, grande parcela dos disposi-
tivos são criados com protocolos fechados, impedindo que outros dispositivos possam ser
inseridos a suas aplicações. Há desafios referente a utilização da interoperabilidade. Para
superar esse desafio, foram criados modelos semânticos que proporcionam a integração
entre essas aplicações (SANTOS; REINHARD, 2010; DELICATO; PIRES; BATISTA,
2013).
j) Portabilidade: evita a restrição apenas de um hardware e tecnologias de sistemas operaci-
onais, podendo ser acessado em qualquer hora ou lugar. Obter a portabilidade é um desafio
crítico, pois há uma ampla heterogeneidade de dispositivos em sistemas operacionais
diferentes e hardwares (FARAHZADI et al., 2017). Porém, há uma solução para esse
desafio que são plataformas que utilizam, por exemplo, a linguagem de programação Java,
pois nessa linguagem, além de outras, também existe uma portabilidade de alto nível
chamada de portabilidade distribuída (ou paralela). Logo, o Java Virtual Machine (JVM)
possibilita que uma mesma aplicação possa ser desenvolvida e executada em diferentes
sistemas operacionais (TELES, 2018).
k) Reusabilidade: é a possibilidade de reutilizar diferentes softwares ou hardwares, que
não há tecnologia específica para compor novas soluções (ATZORI; IERA; MORABITO,
2010). A reutilização reduz os custos e minimiza os desafios enfrentados pelos desenvol-
vedores ao criar seus novos projetos (FARAHZADI et al., 2017).
l) Segurança e Privacidade: são requisitos cruciais para as funções de uma solução IoT,
pois a maioria das transmissões de dados (privados ou não) ocorrem por meio deles
(BANDYOPADHYAY et al., 2011). Na maioria das vezes, as coletas de dados são trans-
portadas por meio da rede insegura. Por esse motivo, um middleware IoT deve assegurar
segurança nos dados trafegados em redes e permitir que somente os usuários com per-
missão acessem as informações (AL-JAROODI et al., 2010). Para que um sistema seja
seguro, devem conter os seguintes princípios: suportar as autenticações de dados, controle
de acesso e a privacidade do usuário (BANDYOPADHYAY et al., 2011).
m) Usabilidade: é um atributo de qualidade que avalia a facilidade de utilização das interfaces
dos usuários facilitando o gerenciamento dos objetos e a interação com as informações
disponibilizadas. Nas soluções middlewares para IoT, os usuários com alto grau de co-
nhecimento técnico manipulam as soluções possibilitando a adaptabilidade de diferentes
ambientes que utilizam tecnologia IoT (TELES, 2018).
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2.7 Arquitetura de Software
Provavelmente, a primeira referência ao termo arquitetura de software ocorreu em 1969
em uma conferência sobre Engenharia de Software (KRUCHTEN; OBBINK; STAFFORD,
2006). Entre meados dos anos 1968 e 1972, os primeiros artigos foram publicados. Em 1968
Dijkstra (1968) publicou seu artigo sobre a estrutura do sistema multiprogramação (DIJKSTRA,
1983). Em 1972, o autor David Lorge Parnas publicou dois artigos, um sobre uma técnica para
especificação de módulo de software com exemplos (PARNAS, 1972a; PARNAS, 1983) e outro
sobre critérios a serem usados em sistemas de decomposição em módulos (PARNAS, 1972b;
PARNAS, 2002).
Existem diferentes maneiras de definir esse termo (KRUCHTEN; OBBINK; STAFFORD,
2006). As arquiteturas de softwares são componentes arquiteturais essenciais para a organização
de um determinado sistema, incluindo relacionamentos com o ambiente (ISO, 2011). Esses
componentes são estabelecidos na tomada de decisão do arquiteto de software, que conduzem
a concepção e a evolução de um sistema de software (PERRY; WOLF, 1992; ISO, 2011).
Arquitetura de Software envolve uma estrutura e organização de componentes e subsistemas
modernos, interagindo na formação desses (KRUCHTEN; OBBINK; STAFFORD, 2006).
O gerenciamento adequado da arquitetura de software é um dos fatores mais importantes
para o sucesso no desenvolvimento e na evolução dos componentes de software. Para obter
qualidade em um produto e no processo de desenvolvimento é necessário que a arquitetura
esteja bem definida, evitando falhas e problemas em seu produto final (BASS; CLEMENTS;
KAZMAN, 2012). Portanto, a arquitetura é indispensável no decorrer do desenvolvimento de
um software, contemplando e especificando a estrutura geral do mesmo (VLIET, 2008).
Uma arquitetura bem definida/elaborada propicia o desenvolvimento de sistemas bem
aruitetados. Outrossim, traz benefícios para as etapas de desenvolvimento, testes, manutenção
do software. Já os softwares mal estruturados são difíceis de serem corrigidos, modificados
ou completados (BOOCH, 2007). Nesse contexto, existem decisões que devem ser tomadas
pelo arquiteto a fim de propiciar a adequada documentação da arquitetura (VLIET, 2008). A
arquitetura proporciona a realização de atributos de qualidade desejados do sistema, tais como
requisitos funcionais, requisitos não funcionais, evolução, reusabilidade, baixa complexidade e
aprimoramento dos stakeholders (BASS; CLEMENTS; KAZMAN, 2012).
Segundo ISO (2011), uma arquitetura de software contém múltiplas visões. Essas visões
são compostas por diferentes modelos, que por sua vez são representados por meio de diagramas
em uma linguagem de modelagem. Existem diferentes linguagens de modelagens, a Unified
Modeling Language (UML) é uma delas.
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Plataformas de Middlewares para Cidades
Inteligentes
Atualmente existem plataformas que são utilizadas com maior frequência no desen-
volvimento de aplicações IoT ou em CI. Essas plataformas solucionam desafios propostos no
desenvolvimento de aplicações IoT, porém dada a complexidade de tais soluções, acabam se
tornando um grande desafio do ponto de vista da usabilidade.
Este trabalho buscou detalhar o resultado do objetivo específico “Investigar a utilização
de outras plataformas de IoT abertas voltadas para Cidades Inteligentes”, respectivamente
apresentado na Seção 1.3 do do Capítulo 1 deste trabalho. A fim de investigar e identificar essas
plataformas, foi realizado um mapeamento sistemático, apresentado na Seção 1.6 do Capítulo 1.
Além deste trabalho, outros autores também analisaram plataformas para CI ou IoT
comparando cada uma delas com os requisitos de middleware (apresentados na Seção 2.6 do
Capítulo 2), como Bandyopadhyay et al. (2011), Perera et al. (2015), Pires et al. (2015), Teles
(2018), dentre outros. Dentre as 19 plataformas aqui mencionadas, 11 foram baseadas do trabalho
de Teles (2018) que são ASPIRE, Ebbits, EcoDiF, GSN, LinkSmart, OpenHAB, RestThing,
SM4All, SOCRADES, Task Computing e Ubiware. No presente trabalho, foram mencionadas
outras 8 plataformas, como por exemplo Carriots, City-Hub, FIWARE, Kaa, OpenIoT, S3OIA,
SIRENA e UbiSOAP.
3.1 ASPIRE
A plataforma Advanced Sensors and lightweight Programmable middleware for Inno-
vative Rfid Enterprise applications (ASPIRE) é um middleware de IoT criado pela Comissão
Europeia. Ela contém uma infraestrutura open source para a criação de soluções em ambientes
industriais, que utilizam a tecnologia RFID (ASPIRE, 2018). ASPIRE é totalmente compatível
com o conjunto de padrões Eletronic Product Code (EPC), que se preocupam com o proces-
samento de dados em RFID nas arquiteturas centralizadas. Esses padrões são responsáveis
Capítulo 3. Plataformas de Middlewares para Cidades Inteligentes 47
pela interoperabilidade e gerenciamento entre as aplicações que utilizam a tecnologia RFID
(ANGGORJATI et al., 2010).
No que diz respeito à facilidade no desenvolvimento e implementação, esse middleware
especifica a existência de uma Integrated Development Environment (IDE), que também pode
ser chamada de AspireRFID IDE. Essa IDE permite aos desenvolvedores especialistas o acesso
a todas as funcionalidades da plataforma, com a finalidade de definir, criar ou melhorar soluções
para atender as necessidades desejadas (TELES, 2018).
A comunicação entre esses elementos ocorre pelos protocolos: Hypertext Transfer Proto-
col (HTTP) para transportar os dados, e o Simple Object Access Protocol (SOAP)1 para o envio
e encapsulamento dos dados (ANGGORJATI et al., 2010).
3.2 Carriots
É uma plataforma proprietária de aplicativos em nuvem para projetos relacionados a IoT,
fornecendo um ambiente de desenvolvimento, APIs e hospedagens para o desenvolvimento de
novas soluções. Ela permite que o usuário colete os dados de diferentes dispositivos, armazene-os
e crie novas soluções para aplicativos, como Cidade Inteligente e energia inteligente, implantando
e dimensionando serviços para uma variedade de dispositivos. Ademais, possibilita a integração
com sistemas externos e gerencia os dados oriundos dos dispositivos (ZDRAVKOVIC´ et al.,
2016). Essa plataforma fornece API REST para coletar e armazenar fluxos de dados de qualquer
dispositivo por meio de uma conectividade (gateway ou 3G). A troca de dados nos dispositivos
é realizada por meio do Message Queue Telemetry Transport (MQTT)2 ou enviando para
um HTTP/HTTPS API RESTful no formato XML ou JavaScript Object Notation (JSON)
(MINERAUD et al., 2016; SINGH; KAPOOR, 2017). Outrossim, ela pode integrar com outros
sistemas e extrair ou enviar dados com qualquer API, como por exemplo o Dropbox. Esses dados
podem ser acessados por meio das estratégias PUSH e PULL da API (MINERAUD et al., 2017).
Carriots foi desenvolvida em Java, utilizando o Java Carriots SDK. Fornece uma interface
amigável que permite o registro de novos dispositivos. O Carriots (i) permite coletar e armazenar
qualquer tipo de dados de seus dispositivos; (ii) possibilita construir poderosos aplicativos com o
mecanismo SDK que oferece; e (iii) permite a conexão de qualquer dispositivo, sendo necessário
somente estar com acesso à Internet. Por outro lado, não contém o requisito de adaptação
dinâmica; e não especifica se pode ser reutilizado e se possui ferramentas de desenvolvimento
(CARRIOTS, 2018).
1 É um protocolo criado devido a necessidade de um protocolo capaz de propiciar a troca de informações em um
ambiente distribuído de forma descentralizada. Ele está relacionado ao uso do XML no processo de troca de
mensagens, buscando como referência os protocolos distintos da camada de aplicação, em especial o RPC e o
HTTP que possibilitam a negociação e transmissão dos arquivos XML (SHELBY, 2010).
2 É um protocolo de mensagens publish/subscribe projetado para trabalhar com dispositivos restritos. Está sendo
amplamente usado para entrega de dados em aplicativos IoT. Porém, esse protocolo apresenta suporte de
segurança limitado (AL-FUQAHA et al., 2015).
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3.3 City-Hub
É uma plataforma móvel que proporciona soluções inteligentes, auxiliando no geren-
ciamento e acesso ao fluxo da cidade. Pode ser aplicado por diferentes partes interessadas,
como a própria cidade, cidadãos ou empresas que fornecem serviços ao cidadão de modo geral.
Essa plataforma proporciona aos interessados a facilidade em desenvolver e implantar suas
soluções inteligentes para a cidade. Contém uma infraestrutura de nuvem disponível para os
desenvolvedores, abrangendo todos os serviços ali oferecidos (LEA; BLACKSTOCK, 2014;
HEDDEBAUT; CIOMMO, 2018).
City-Hub foi desenvolvido para proporcionar a interoperabilidade entre sistemas he-
terogêneos, atuando diretamente na solução desta demanda. Desta forma, torna-se possível o
reaproveitamento de sistemas e aplicações que atuem em diferentes cidades. Esse middleware
consegue realizar tal demanda devido a possibilidade de abstrair nuvens híbridas possibilitando a
interoperabilidade dos sistemas (PIRES et al., 2015). É uma plataforma essencial para projetos de
CI colaborando para a melhora da qualidade da cidade. Ela contém os requisitos de conectividade,
escalabilidade, flexibilidade e interoperabilidade (REAIDY; GUNASEKARAN; SPALANZANI,
2015). Porém, contém uma grande desvantagem, não consegue gerenciar os dados contidos
em tempo real, oriundos dos sistemas de alta confiabilidade que devido a suas características
de produção de dados em tempo real passa a oferecer grande volume de dados. Outrossim,
não oferece segurança e privacidade dos dados (LEA; BLACKSTOCK, 2014; HEDDEBAUT;
CIOMMO, 2018).
3.4 Ebbits
O Enabling Bussiness-Based Internet of Things and Services (EBBITS) é um middleware
IoT financiado pela Comissão Europeia para ambientes agrícolas e industriais. O EBBITS foi
uma evolução do middleware LinkSmart (BRIZZI et al., 2013). Esse projeto visa desenvolver
arquitetura, tecnologias e processos que permitem às empresas integrar semanticamente a Inter-
net das Coisas em sistemas empresariais tradicionais (KOSTELNIK; SARNOVSK; FURDIK,
2011). Essa plataforma é baseada em uma arquitetura orientada a serviços para automatização e
monitoramento de processos, que dá suporte aos aplicativos interoperáveis oferecendo ambientes
mais dinâmicos e interativos. Além de ser interoperável, ele é reutilizável, escalável e flexível
(VAJDA et al., 2011).
O EBBITS define os recursos de rede que permitem que ela se conecte com o mundo, por
meio de uma grande variedade de dispositivos físicos, etiquetas RFID, sensores e atuadores com
uma infraestrutura de comunicações aberta, permitindo que sejam identificados, ou configurados
de forma automática (BRIZZI et al., 2013). Porém, essa comunicação entre os dispositivos pode
degradar ruídos, afetando a comunicação em uma rede sem fio (VAJDA et al., 2011). Outrossim,
pode ocorrer perda de pacotes ou até mesmo parar de funcionar. Esse middleware aprimora essa
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comunicação, possibilitando maior disponibilidade e confiabilidade (TELES, 2018).
A arquitetura assegura a conectividade dos dispositivos e a entrega confiável dos dados
sem ruídos por meio de troca dinâmica de canais, gerenciamento de multi rádio e redes tolerantes
a atraso. As desvantagens dessa plataforma são (i) somente usuários especialistas estão aptos
a utilizar essa plataforma; (ii) a ferramenta é voltada somente para área comercial; e (iii) não
permite ao usuário inserir novas funcionalidades com a finalidade de criar novas soluções de
acordo com suas necessidades (BRIZZI et al., 2013; CONZON et al., 2015; KHALEEL et al.,
2017).
Essa plataforma permite as seguintes características inovadoras, (i) sensores e redes do
mundo físico, (ii) virtualização de entidade, (iii) Gerenciamento de Dados e eventos, (iv) inteli-
gência centrada e distribuída, (v) infraestrutura de conhecimento semântico, e (vi) Frameworks
para Gerenciamento do Ciclo de Vida do Processo de Negócio incluindo métricas e otimização
de processos (BRIZZI et al., 2013; CONZON et al., 2015).
3.5 EcoDiF
É uma plataforma Web aberta para ecossistema de dispositivos físicos, que representa
o núcleo de um ecossistema para IoT. Ela estabelece a interoperabilidade entre os diferentes
dispositivos com os usuários e/ou aplicações, conectados na Internet, permitindo o desenvolvi-
mento de novas soluções e/ou produtos atendendo as necessidades dos especialistas. Outrossim,
possibilita serviços de aplicações, serviços de apoio, controle de dados em tempo real, visualiza-
ção, processamento e armazenamento de dados provenientes desses dispositivos, dentre outros
(PIRES et al., 2014).
A arquitetura e implementação dessa plataforma é baseada em Representational State
Transfer (REST)3 e se baseia em padrões e protocolos da Web, como HTTP e Uniform Resource
Identifier (URI). O HTTP além de ser utilizado para comunicação, também é usado para suportar
todas as interações com os diferentes dispositivos. Essas interações ocorrem por meio das
principais operações HTTP (por exemplo, GET, POST, PUT e DELETE), que fornecem uma
interface bem definida para expor a funcionalidade dos objetos na Web. Essa interface está em
conformidade com os princípios REST, permitindo assim que os dispositivos sejam acessados
por meio da Internet e seus dados ou serviços sejam (re)utilizados em diferentes aplicações com
qualquer recurso da Web (DELICATO et al., 2013; PIRES et al., 2015).
Com a utilização do REST, essa plataforma padroniza e facilita o desenvolvimento de
novas soluções. Outrossim, reduz a compatibilidade entre diferentes dispositivos, formato dos
dados e protocolos proprietários (PAUTASSO; ZIMMERMANN; LEYMANN, 2008). A EcoDiF
3 É um estilo de arquitetura abrangente para aplicativos descentralizados. Essa arquitetura utiliza o protocolo
HTTP e suas operações disponíveis, tais como: GET, POST, PUT e DELETE. Esse protocolo é utilizado para
desenvolver middlewares IoT (CATARINUCCI et al., 2015).
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proporciona uma solução convergente de acesso consolidado e serviços de alto nível, assim
como permite que os especialistas colaborem de maneira mais fácil no desenvolvimento de novas
aplicações para IoT (PIRES et al., 2015).
Essa plataforma possui vantagens, tais como flexibilidade, conectividade, interoperabili-
dade, portabilidade, suporta grande volume de dados, e reusabilidade. No entanto, permite que
somente os usuários com conhecimento técnico desenvolvam soluções, atendendo diferentes
domínios e dispositivos. Contém desafios com usabilidade e escalabilidade e não faz o uso de
interfaces gráficas que auxiliem os usuários não especialistas a adaptar suas soluções com as
suas necessidades (PIRES et al., 2015).
3.6 GSN
O Global Sensor Network (GSN) é um middleware IoT que oferece uma plataforma
genérica para implantar redes de sensores e processar dados produzidos pela rede de sensores de
maneira distribuída (PERERA et al., 2014; BABU; GEORGE; SAMUEL, 2016). Essa plataforma
oferece uma implementação flexível e uma integração de diferentes sistemas por meio de redes
de sensores virtuais em geral (AHSAN et al., 2016). Esses sensores virtuais podem ser lógicos,
com abstrações de um ou mais sensores reais, que capture dados. Eles também podem ser
agregadores ou filtros aplicados a outros sensores virtuais, que pode ser implantados localmente
ou remotamente (CALBIMONTE et al., 2014).
Esse middleware fornece a capacidade de integrar, descobrir e consultar dados dos
sensores por meio da linguagem baseada em XML (PERERA et al., 2013). Ele adota a arquitetura
baseada em containers, que as redes de sensores podem ser facilmente implementados ou
(re)configurados em tempo de execução. Esses containers têm como objetivo oferecer serviços
às demais partes da arquitetura, mesmo que não suporte tais serviços. A comunicação da
GSN é realizada em peer-to-peer (P2P), protocolo padrão da Internet e da Web (ABERER;
HAUSWIRTH; SALEHI, 2007).
O GSN (i) permite que os aplicativos interoperem grandes quantidades de dados usando
fluxos em tempo real de praticamente qualquer lugar, com qualquer tecnologia de hardware e
software; (ii) oferece roteamento, agregação de dados e energia de otimização, além da tradicional
rede de sensores; (iii) pode ser aplicado em ambientes heterogêneos; (iv) utilizado para diferentes
aplicabilidades em IoT; (v) possibilita que os usuários manipulem criando novas soluções; e (vi)
escalável. Por outro lado, o GSN continha interfaces que possibilitavam aos usuários adaptarem
a sua realidade (ABERER; HAUSWIRTH; SALEHI, 2007; TU’N et al., 2012; PERERA et al.,
2013; PERERA et al., 2013; BABU; GEORGE; SAMUEL, 2016).
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3.7 Kaa
É uma plataforma middleware IoT aberta que introduz métodos padronizados que permi-
tem a interoperabilidade entre os dispositivos de qualquer tipo (KERSTING et al., 2017). Ela
é capaz de conectar e gerenciar qualquer dispositivo por meio de um acesso remoto, além de
coletar e analisar dados em tempo real e ser implantado em qualquer lugar (HUACARPUMA et
al., 2017). Também, oferece soluções IoT inteligentes para os setores da saúde, energia, logística,
indústria, agricultura, lazer, automobilístico, dentre outros. Por fim, fornece uma interface para
armazenar dados de dispositivos e interfaces da IoT para usar dados de aplicativos e outros
sistemas (KAA, 2018).
A comunicação realizada pelo Kaa é por meio da utilização do SDK suportados nas
linguagens de programação Java, C e C++, que produzem aplicações que podem ser incorporadas
a dispositivos (KERSTING et al., 2017). As aplicações desenvolvidas nos SDKs são incorporadas
ao dispositivo conectado e implementa a troca de dados em tempo real e bidirecional com o
servidor (MALCHE; MAHESHWARY, 2015; PFLANZNER; KERTÉSZ, 2016).
A plataforma Kaa promove a possibilidade de comunicar, controlar e monitorar dispositi-
vos heterogêneos, por meio de uma estrutura escalável, em relação aos dispositivos conectados.
Por outro lado, é possível abstrair detalhes da comunicação realizada entre outras ferramentas,
o que facilita na análise dos dados provenientes dessa integração onde há grande amplitude na
diversidade dos dados. Como vantagens é uma (i) plataforma segura e confiável para o desenvol-
vimento de soluções IoT; (ii) garante a segurança e privacidade dos dados; (iii) escalabilidade;
(iv) portabilidade; e (v) é flexível. Como desvantagem não possui grande utilização no correr do
tempo (KIM-HUNG et al., 2017; MADUKWE; EZIKA; ILOANUSI, 2018).
3.8 LinkSmart
LinkSmart, anteriormente chamada de HYDRA, é uma plataforma middleware IoT
completa que baseia-se em uma arquitetura orientada a serviços. Essa arquitetura proporciona aos
desenvolvedores de software um conjunto de componentes para o gerenciamento de dispositivos
e uma infraestrutura para acessar esses dispositivos. A plataforma fornece recursos garantindo a
interoperabilidade entre os dispositivos heterogêneos por meio de uma rede peer-to-peer (P2P).
Outrossim, possibilita comunicações seguras e confiáveis, permitindo operações criptografadas
para proteção de mensagens a fim de garantir a confidencialidade entre as partes (PALADE et
al., 2017; LINKSMART, 2018).
Esse middleware é recomendado para soluções inteligentes em sistemas embarcados,
porém atualmente é aplicado no desenvolvimento de casas inteligentes, agricultura e energia
(KOSTELNIK; SARNOVSK; FURDIK, 2011). O LinkSmart apresenta uma solução voltada
às demandas dos usuários que possuem conhecimento do processo, ou seja, aqueles que detém
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domínio teórico e prático de uma área específica, sendo assim o suporte a usuários não especia-
listas se torna deficitário. Desse modo, mesmo ao utilizar um modelo semântico que propicia
flexibilidade, o LinkSmart possui restrições em relação aos usuários que o utilizam (PATTI et al.,
2016).
A plataforma fornece finalidades importantes para os ambientes IoT, tais como conectivi-
dade, descoberta e gerenciamento de dispositivos, flexibilidade, interoperabilidade, portabilidade,
reusabilidade, usabilidade, e segurança e privacidade. Outrossim, suporta uma grande variedade
de dispositivos que podem ser controlados por uma interface de comunicação, como Bluetooth,
ZigBee e RFID (RAZZAQUE et al., 2016; PALADE et al., 2017; TELES, 2018).
3.9 openHAB
Open Home Automation Bus (OpenHAB) é um middleware desenvolvido para interoperar
sistemas heterogêneos na solução para todos os aspectos relacionados à automação residencial,
como aquecedores, luzes, dentre outros (OPENHAB, 2018). Por ser interoperável, ele consegue
se comunicar e gerenciar diferentes sistemas que utilizam protocolos como Bluetooth, Wi-Fi,
MQTT, TCP/UDP, dentre outros (HEIMGAERTNER et al., 2017). É uma plataforma open
source, desenvolvida em Java baseada no framework Eclipse SmartHome, oferecendo aos
usuários uma interface gráfica para administrar seu ambiente residencial (SALIHBEGOVIC et al.,
2015). Contém uma arquitetura modular baseada em Open Service Gateway Initiative (OSGi)4,
proporcionando administrar o ambiente em tempo de execução, sem prejudicar os demais serviços
designados pela arquitetura (SEIGER; HUBER; SCHLEGEL, 2018; HEIMGAERTNER et al.,
2017).
Esse middleware contém uma versão em Android, que o smartphone por meio da sua rede
Wi-Fi, se conecta no servidor do OpenHAB utilizando a interface RESTful. Pode ser executado
em qualquer dispositivo que seja capaz de executar uma Java Virtual Machine (JVM), como por
exemplo Linux, Mac e Windows. A automação residencial é baseada em eventos, regras, Scripts e
ações. Um evento pode ser caracterizado como a mudança de um determinado estado para outro,
podendo envolver diferentes tipos de dados, portanto é necessário executar algoritmos reativos a
eventos. Esses algoritmos devem apresentar cunho genérico para que possam permitir o reuso de
códigos em cenários diferentes. Desse modo, estes algoritmos podem ser elaborados por uma
linguagem própria de Scripts que utilizam parâmetros similares à linguagem de programação
Java (RAMLJAK, 2017). Um evento demanda uma ação que é traduzida em métodos Java que
podem ser utilizados pelos Scripts que foram desenvolvidos orientados a eventos (SMIREK;
ZIMMERMANN; ZIEGLER, 2014).
O openHAB (i) atende a todas as necessidades de automação; (ii) fornece APIs para
4 Fornece um ambiente para modularizar aplicativos da Web em pacotes configuráveis, que podem registrar
dinamicamente no contexto de execução do pacote (ZHONG; ZHAO; DAI, 2014; JI et al., 2014).
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ser integrado em outros sistemas; (iii) contém interfaces para iOS e Android; (iv) possibilita
o controle do ambiente por meio de regras de negócios; (v) permite a interoperabilidade de
diferentes tecnologias; e (vi) pode integrar diferentes tecnologias de automação residencial
em uma só. Porém, ele só pode ser utilizado em ambientes domésticos (MICLAUS; RIEDEL;
BEIGL, 2014; OPENHAB, 2018).
3.10 OpenIoT
OpenIoT é uma plataforma middleware IoT aberta fundada pela Comissão Europeia,
permitindo a integração e descoberta de diferentes dispositivos IoT conectados à Internet e
serviços Web. Essa integração ocorre por meio de uma interface gráfica amigável, trabalhando
em ambientes Cloud Computing ou servidor local. É totalmente descentralizada, além de permitir
que o usuário solicite e processe os dados conforme necessário para fornecer serviços IoT. A
infraestrutura desse middleware suporta implementação de algoritmo para coletar e filtrar as
informações necessárias dos objetos conectados à Internet (KIM; LEE, 2014; MOHAMMED;
KIRAN, 2015).
Esse projeto explora maneiras eficientes de usar e gerenciar ambientes de nuvem para
entidades e recursos de IoT, como sensores, atuadores e dispositivos inteligentes. Permite obter
facilmente informações sobre nuvens de sensores e conecta essas informações a serviços da Web
sem se preocupar com exatamente quais sensores diferentes estão sendo usados. Proporciona
escalabilidade das redes de sensores e a adição de novos sensores flexíveis, fornecendo um
middleware essencial para aplicativos IoT. Os usuários podem configurar, gerenciar e usar a
nuvem de sensores (SERRANO et al., 2015).
O middleware está divido em três camadas importantes, que são as de aplicação, virtuali-
zação e física. A primeira camada proporciona o gerenciamento de dispositivos e a integração
de serviços de terceiros para a análise de dados. Na segunda camada, efetua as requisições de
serviços assegurando segurança nos recursos e armazenando os dados. Por fim, a última camada
irá filtrar todos os dados essenciais dos dispositivos (GEORGAKOPOULOS; JAYARAMAN,
2016). O OpenIoT tem a capacidade de suportar implementações em grande escala, além de
ser flexível e permitir a segurança. Porém, é somente uma solução essencial para ambientes
industriais e empresas, não podendo ser reutilizável.
3.11 RestThing
RestThing é middleware fortemente ligado a IoT, assim como o EcoDiF, é um servidor
Web Service que permite ocultar a interoperabilidade entre sistemas heterogêneos conectados na
Internet manipulando por meio das requisições REST (PIRES et al., 2015). O middleware permite
que os usuários gerenciem suas aplicações, além de proporcionar a criação das suas soluções
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para a integração por meio da Internet. A troca dos dados por meio do REST é realizada pelo
protocolo HTTP e seus métodos (GET, POST, PUT e DELETE). Outro importante identificador
de recurso universal utilizado pela API RESTful e a Web é a URI. Esse identificador único de
recurso é fundamental para permanecer o acesso das informações na Web (QIN et al., 2011).
Esse middleware suporta três formatos, como por exemplo: JSON, XML e Comma-
Separated Values (CSV). Contém uma arquitetura com 4 camadas: aplicação, provedor de
serviços, adaptação e dispositivos embutidos. A primeira camada refere-se a todos os dispositivos
ou aplicações que irão se integrar ou colaborar auxiliando na criação de soluções inteligentes. A
segunda camada é o núcleo para o acesso do middleware, acessada pela API RESTful. Ainda
nessa camada, os dados são coletados pela camada de adaptação. Essa camada irá transferir os
dados obtidos pela camada de dispositivos embarcados, que irá ser integrado na API RESTful.
A última camada pode corresponder aos softwares (redes sociais, dentre outros) e hardware
(sensores, dentre outros) (QIN et al., 2011).
A principal vantagem contida pelo middleware RestThing é a capacidade de ocultar a
diferença dos dispositivos, proporcionando a interoperabilidade dos mesmos, ainda que estes
possuam interfaces de comunicação distintas. Em contrapartida, não é escalável; não garante a
segurança e privacidade dos dados, e nem permite adaptação dinâmica.
3.12 S3OIA
Smart Spaces and Smart Objects Interoperability Architecture (S3OIA) é uma arquitetura
IoT distribuída que gerencia diferentes tipos de dados ou objetos e trata a interoperabilidade
de qualquer dispositivo entre grandes sistemas heterogêneos. Os 3S significam que é uma
arquitetura semântica, sintática e SOA, arquitetura orientada a serviço. A integração entre
os objetos é utilizada pelo OSGi, propondo unificar diferentes protocolos de gerenciamento
e descoberta de dispositivos. Essa arquitetura cria um novo protocolo comum padronizado
abstraindo as inconsistências e utiliza o padrão RESTful (VEGA-BARBAS et al., 2012).
Essa arquitetura descentralizada contém 3 níveis: física, serviços e virtual. O nível físico
é o nível em que se encontra todos os dispositivos. Já o segundo nível proporciona a descoberta
dos dispositivos desconsiderando o fornecimento dos seus serviços. Por fim, o último nível
apresenta a cooperação das soluções inteligentes (VEGA-BARBAS et al., 2012).
S3OIA contém os requisitos de interoperabilidade, adaptação dinâmica, ciência de
contexto e conectividade. No entanto, não contém requisitos importantes de um middleware,
tais como tratamento de grande volume de dados, escalabilidade e segurança e privacidade das
informações.
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3.13 SIRENA
Service Infrastructure for Real-time Embedded Networked Applications (SIRENA) é
um serviço de infraestrutura aberta para a integração de dispositivos IoT em tempo real para
soluções industriais. Foi projetado pela Comissão Europeia em 2003 e desenvolvido em Java.
Em 2005, esse serviço foi demonstrado na Microsoft lançando uma versão para o Windows Vista.
Essa infraestrutura utiliza uma arquitetura orientada a serviços para integrar com os dispositivos
heterogêneos que contém restrições de recursos (BOHN; BOBEK; GOLATOWSKI, 2006).
Identifica-se diversos middlewares que são orientados a serviços, ou seja, que podem ser
dotados da tecnologia SIRENA, tais como OSGi, Universal Plug and Play (UPnP)5 e Devices
Profile for Web Services (DPWS)6. O SIRENA utiliza os componentes RFID, Bluetooth e
Sensores. OSGi estabelece uma plataforma de serviço que os usuários implantam e desenvolvem
suas soluções. Com o DPWS, os dispositivos irão detectar automaticamente a presença de outros
dispositivos inteligentes. Porém, quando existir diferentes dispositivos do mesmo tipo, haverá
a necessidade de configurá-los. O UPnP é uma arquitetura de serviços simples que utiliza o
protocolo IPv4. Logo, ele não é recomendado para uma grande quantidade de dispositivos
(JAMMES; SMIT, 2005).
O SIRENA proporciona adaptação dinâmica e conectividade, possibilita a descoberta
e gerenciamento dos dispositivos, é flexível, permite a interoperabilidade entre os dispositivos
inteligentes, e oferece a portabilidade. Em contrapartida, só pode ser utilizado no setor industrial,
automatização, telecomunicação e residencial. Outrossim, não oferece segurança e privacidade
dos dados, e contém desafios com escalabilidade.
3.14 SM4All
O Smart Home For All (SM4All) é uma plataforma middleware inovadora projetado
pela Comissão Europeia em 2008, contendo serviços integrados inteligentes interoperando em
ambientes imersos, focando em casas inteligentes. Esse middleware gerencia os dispositivos
oferecendo uma configuração dinâmica e estruturação dos serviços, assegurando a privacidade.
Atende as necessidades dos usuários oferecendo uma infraestrutura altamente interativa e adaptá-
vel às necessidades de diferentes usuários e ambiente, melhorando o conforto (KALDELI et al.,
2013a).
Essa plataforma está dividida em 3 camadas: camada de usuário, camada de composição
e camada física. A primeira camada oferece interfaces gráficas para seus usuários conforme
5 É um protocolo de conectividade mundial que permite diferentes tipos de dispositivos de rede cooperem e
comunicar-se com outro dispositivo de rede de maneira flexível usando o recurso encontrado na rede (SANTOS;
ALMEIDA; PERKUSICH, 2015).
6 É um protocolo de Serviços da Web, que contém um conjunto de restrições de implementação para habilitar
serviços seguros de mensagens, descoberta, descrição e eventos em dispositivos com recursos limitados (HAN
et al., 2015).
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as suas necessidades. Já a segunda camada administra os dispositivos e coleta as informações
necessárias, satisfazendo os objetivos desejados pelos usuários. Por fim, última camada com
infraestrutura que possibilita a descoberta automática e conexão de dispositivos com diferentes
protocolos de rede, como por exemplo, Bluetooth, ZigBee, dentre outros. Ela também utiliza os
padrões UPnP e OSGi (WARRIACH et al., 2011).
O SM4All (i) permite adaptação dinâmica; (ii) suporta grande volume de dados; (iii)
conectividade; (iv) proporciona a descoberta e gerenciamento dos dispositivos; (v) é escalável;
(vi) é flexível; (vii) é reutilizável; (viii) oferece segurança e privacidade nas informações; e
(ix) oferece interfaces atendendo as necessidades de diferentes usuários. Por outro lado, essa
plataforma foi descontinuada em 2011.
3.15 SOCRADES
Service-Oriented Cross-Layer Infrastructure for Distribued smart Embedded devices
(SOCRADES) é uma plataforma middleware IoT criado pela Comissão Europeia. Essa plata-
forma é orientada a serviços para rede incorporada e contém o principal objetivo de desenvolver
soluções inteligentes para a integração dos dispositivos, proporcionando uma conectividade
confiável (SOUZA et al., 2008). A integração visa promover benefícios para as tecnologias
existentes por meio do uso do DPWS (CANNATA; GEROSA; TAISCH, 2008).
Esse projeto é semelhante ao LinkSmart, podendo ser aplicado na área de automação
residencial além da automação industrial (JAHN et al., 2010). Uma alternativa viável para
implementar IoT em industrias é dada por meio do uso de uma camada xMII, possibilitando
a interoperabilidade de diferentes tipos de dispositivos que integram a regra de negócio da
empresa. Esse middleware foca na conexão dos dispositivos para satisfazer os requisitos de
heterogeneidade, gerenciamento de falhas, adaptação, plataforma independente e composição de
serviços (CANNATA; GEROSA; TAISCH, 2008).
O SOCRADES é uma interessante solução IoT para ambientes industriais, contendo
os requisitos de adaptação dinâmica, tratamento de grande volume de dados, conectividade,
escalabilidade, flexibilidade, portabilidade, reusabilidade, usabilidade, interoperabilidade, e
segurança e privacidade aos usuários. Portanto, é uma plataforma que permite apenas aos
usuários especialistas criar novas soluções adequando as suas necessidades.
3.16 Task Computing
Task Computing, também chamado de Many-Task Computing (MTC), é um middleware
para soluções inteligentes que atua de modo a criar uma interação entre objetos e serviços
heterogêneos por meio da criação de tarefas personalizadas para cada usuário. Permite a criação
de fluxos de tarefas por meio de uma interface gráfica altamente amigável. A fim de dinamizar
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a interface gráfica o middleware tenta descobrir os serviços disponibilizados na rede onde cria
objetos que modificam a interface com o usuário e criam fluxos de trabalho lógico. Por fim,
permite que o usuário combine serviços, sejam eles internos ou externos (RAICU; FOSTER;
ZHAO, 2008).
O MTC visa permitir o monitoramento e execução de tarefas por meio da composição de
serviços em uma interface gráfica amigável aos usuários. Esta plataforma não se limita a mera
interface gráfica, esta oferece ferramentas para possibilitar a implementação de um ambiente
responsivo a tecnologias IoT por meio do processo da busca automática de novos serviços e
dispositivos, além de extrair características que permitem melhor nomeação e usabilidade. De
fato, esse middleware apresenta soluções úteis, mas que podem ainda ser melhoradas, como a
criação de um modelo que permita o usuário criar novas tarefas de forma mais realística com
as suas necessidades, como a descrição comportamental de um ambiente que analisa tarefas
predeterminadas pelo usuário por meio de um modelo conceitual. A implementação desse modelo
pode permitir ao usuário a criação de regra de modo que a execução siga uma lógica baseada em
fluxos de dados necessários para regra de negócios utilizadas pelo usuário (TELES, 2018).
3.17 UbiSOAP
UbiSOAP é um middleware orientado a serviços para redes ubíquas. Foi elaborado pela
Comissão Europeia com o objetivo de dispor de redes sem fio para capacitar sua infraestrutura de
comunicação. Essa comunicação ocorre por meio do protocolo SOAP, suportando serviços Web
legados, à medida que observa a sua conectividade ubíqua. A conectividade pode ocorrer por
meio de tecnologias sem fio, como Bluetooth, Wi-Fi, dentre outros. Também fornece uma rede
de serviços Web que podem ser implantados em diferentes dispositivos, incluindo dispositivos
móveis (CAPORUSCIO; RAVERDY; ISSARNY, 2012).
A sua arquitetura está dividida em duas camadas, que estabelecem a conectividade
independente de rede explorando todas as redes existentes em uma única vez. A primeira camada
é a de conectividade, que os usuários estabelecem suas políticas para a utilização de uma
determinada rede. Já a segunda camada é a de comunicação, que utiliza o protocolo SOAP
para enviar mensagens para todos os serviços, integrando componentes heterogêneos dentro do
ambiente distribuído. A UbiSOAP propõe que esses dispositivos funcionem via multi-rádio, e que
os servidores proxy funcionem como pontes para uma integração essencial destes dispositivos.
(CAPORUSCIO et al., 2008).
Esse middleware é uma interessante solução IoT para os usuários que necessitam de
serviços em redes Wireless e precisam da integração de redes sem fio heterogêneas, utilizando a
computação ubíqua. A principal vantagem é gerenciar os dispositivos permitindo a conectividade
entre eles. Outras vantagens podem ser destacadas, como possibilita a portabilidade, é escalável
e possui adaptação dinâmica. Porém, a grande desvantagem é que não oferece segurança e
Capítulo 3. Plataformas de Middlewares para Cidades Inteligentes 58
privacidade dos dados (BANDYOPADHYAY et al., 2011).
3.18 Ubiware
Ubiware é uma plataforma middleware baseada na arquitetura orientada a serviço. É
utilizada para o desenvolvimento de novas soluções IoT de sistemas industriais complexos que
requerem distribuição, compartilhamento e componentes reutilizáveis (NIKITIN; KATASONOV;
TERZIYAN, 2009). A arquitetura requer uma plataforma central confiável, que forneça meios
para a construção de sistemas flexíveis, solucionando diferentes cenários e adaptando as necessi-
dades dos usuários ou ambientes (KATASONOV et al., 2008). Ele é baseado nos requisitos de
automação, gerenciamento de dados, descoberta de dispositivos, integração, interoperabilidade,
dentre outros (PALADE et al., 2017). Outrossim, o Ubiware contém multi-agentes, entidades
computacionais autônomas que gerenciam o desenvolvimento de sistemas complexos e executam
os seus principais requisitos (NAGY et al., 2009).
Esse middleware contém objetos conectados a um agente de software, proporcionando
aos usuários um conhecimento sobre o estado de cada dispositivo, possibilitando-os a serem
inteligentes. O usuário terá o controle do ambiente fornecido pelos agentes e os objetos ganharão
recursos de comunicação, autocontrole e auto-monitoramento. Diante do fato de cada objeto estar
conectado a um agente, pressupõe-se que o mesmo tem o devido conhecimento em relação ao
seu estado. Desta forma, os agentes podem trocar informações entre si, melhorando a execução
de seus objetos e explorando os dados obtidos a fim de encontrar as informações relevantes para
sua utilização (PIRES et al., 2015).
Essa plataforma foi implementada no Java Agent Develpment Framework (JADE).
Ubiware (i) permite ser reutilizável; (ii) proporciona a interoperabilidade; (iii) possibilita que
seja modificada atendendo as necessidades dos usuários e de diferentes domínios; (iv) propicia
ambientes inteligentes. Por outro lado, somente usuários com grau elevado de conhecimento
conseguem manusear essa plataforma podendo adequar ou expandir novas soluções propostas no
Ubiware (PALADE et al., 2017; TELES, 2018).
3.19 Middlewares versus Requisitos
Considerando a complexidade aplicada no desenvolvimento das plataformas de middlewa-
res, se faz necessário verificar quais requisitos são atendidos por essas plataformas presentes no
mercado. Portanto, para apresentar de forma mais coesa e direta, foi elaborada as Tabelas 3, 4
e 5. Essas tabelas foram criadas para confrontar as plataformas middlewares que estão sendo
mais utilizadas no mercado com os requisitos necessários, verificando se os mesmos suportam
tais requisitos. Essas tabelas foram refeitas do trabalho de Teles (2018), adicionando novos
requisitos e plataformas. Pode-se observar que três novos requisitos foram adicionados, como
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Adaptação Dinâmica, Ferramentas de Desenvolvimento e Interfaces. Outrossim, também foram
adicionados oito middlewares/plataformas, como Carriots, City-Hub, FIWARE, Kaa, OpenIoT,
S3OIA, SIRENA e UbiSOAP.
Esta tabela possui uma coluna indicando as dezenove "plataformas ou middlewares"
que estão sendo avaliadas. A coluna "requisitos" apresenta os quatorze requisitos IoT que se
caracterizam como sendo relevantes no desenvolvimento de novas aplicações, que são adaptação
dinâmica, big data, ciência de contexto, conectividade, descoberta e gerenciamento de dispositi-
vos, escalabilidade, ferramentas de desenvolvimento, flexibilidade, interfaces, interoperabilidade,
portabilidade, reusabilidade, segurança e privacidade e usabilidade. O campo "referência" apre-
senta quais são as fontes que foram utilizadas para verificar até que ponto os requisitos haviam
sido atendidos. Cada requisito foi avaliado com base nos quatro critérios ( ) requisito completa-
mente atendido (H) requisito parcialmente atendido, (#) requisito não atendido e (⊗) requisito
não especificado.
De acordo com as Tabelas 3, 4 e 5 constata-se que existem middlewares sendo utilizados
para CI ou IoT (BATISTA et al., 2016; GUTH et al., 2016; PALADE et al., 2017). Dentre os
quatorze requisitos, a interoperabilidade e a conectividade foram os únicos atendidos por todas
as plataforma. Já os demais foram insuficientemente abordados. Diante do exposto, verifica-
se que dentre as dezenove plataformas, somente a FIWARE contempla a todos os requisitos
elencados. As demais plataformas encontram-se em estado inicial, devido a ausência de requisitos
importantes que não estão sendo contemplados.
Os principais requisitos devem ser contemplados nos projetos/soluções middlewares,
tais como interoperabilidade, portabilidade, usabilidade, privacidade e segurança, conectividade
e escalabilidade (TELES, 2018). As plataformas FIWARE, OpenIoT, SOCRADES, MTC e
ASPIRE contemplam esses principais requisitos. Dentre essas cinco plataformas, a plataforma
FIWARE é a única que suporta tecnologias com dispositivos inteligentes domésticos7 e dispositi-
vos legados8. Portanto, é possível concluir que a FIWARE é a plataforma que engloba todos os
requisitos necessários para a criação de soluções IoT.
7 São dispositivos que se conectam/comunicam com os serviços pela Internet, como por exemplo Smartphone,
Smart TV, câmeras, dentre outros (PERERA et al., 2012).
8 São dispositivos que não se conectam/comunicam com os serviços pela Internet (TELES, 2018).
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Tabela 3 – Middlewares versus Requisitos (parte 1).
Middlewares/
Plataformas
Requisitos
Referências
A
daptação
D
inâm
ica
B
ig
D
ata
C
iência
de
C
ontexto
C
onectividade
D
escoberta
e
G
erenciam
ento
de
D
ispositivos
E
scalabilidade
Ferram
entasde
D
esenvolvim
ento
Flexibilidade
Interfaces
Interoperabilidade
Portabilidade
R
eusabilidade
Segurança
e
Privacidade
U
sabilidade
ASPIRE  # ⊗            (PERERA et al., 2015) (TELES, 2018)(ASPIRE, 2018)
Carriots ⊗  H    #    # #   (FARAHZADI et al., 2017)(MINERAUD et al., 2016) (CARRIOTS, 2018)
City-Hub H  H  H      # # ⊗ # (LEA; BLACKSTOCK, 2014) (CITY-HUB, 2018)(BATISTA et al., 2016)
Ebbits # #   #  #    #    (TELES, 2018) (VAJDA et al., 2011)
EcoDiF ⊗  H  H H H       H (TELES, 2018) (DELICATO et al., 2013)(BATISTA et al., 2016)
FIWARE               
(PREVENTIS et al., 2016) (BATISTA et al., 2016)
(FARAHZADI et al., 2017) (FAZIO et al., 2015)
(SANTANA et al., 2018) (BARRETO et al., 2015)
(STRAVOSKOUFOS et al., 2014)
(KOVACS et al., 2016)
GSN  # ⊗    #       # (CHAQFEH; MOHAMED, 2012) (TELES, 2018)(PERERA et al., 2015) (AHSAN et al., 2016)
(PERERA et al., 2013)
Kaa H  H  H       #  # (BATISTA et al., 2016) (KAA, 2018)
Fonte – Autora (2019).
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Tabela 4 – Middlewares versus Requisitos (parte 2).
Middlewares/
Plataformas
Requisitos
Referências
A
daptação
D
inâm
ica
B
ig
D
ata
C
iência
de
C
ontexto
C
onectividade
D
escoberta
e
G
erenciam
ento
de
D
ispositivos
E
scalabilidade
Ferram
entasde
D
esenvolvim
ento
Flexibilidade
Interfaces
Interoperabilidade
Portabilidade
R
eusabilidade
Segurança
e
Privacidade
U
sabilidade
LinkSmart ⊗     ⊗ #  ⊗      (PALADE et al., 2017) (TELES, 2018)(KRYLOVSKIY; JAHN; PATTI, 2015)
OpenHAB # ⊗ ⊗   H #        (OPENHAB, 2018) (RAMLJAK, 2017)(HEIMGAERTNER et al., 2017)
(WERNER; PALLAS; BERMBACH, 2018)
OpenIoT ⊗  ⊗  ⊗  #     #   (SANIAT et al., 2015) (OPENIOT, 2018)
RestThing ⊗ ⊗ H  ⊗ ⊗ # #    # ⊗ H (VENTURA et al., 2014) (TELES, 2018)
S3OIA  ⊗    ⊗ ⊗ # ⊗  # # ⊗ # (VEGA-BARBAS et al., 2012)(VEGA-BARBAS et al., 2015)
SIRENA  # ⊗   H      # ⊗ # (KYUSAKOV et al., 2013) (PERERA et al., 2015)
SM4All       #    #   H (CATARCI et al., 2009) (AIELLO et al., 2011)(LI, 2013) (KALDELI et al., 2013b)
(TELES, 2018)
SOCRADES   ⊗    #        (PERERA et al., 2015) (TELES, 2018)
MTC   ⊗    #        (RAICU; FOSTER; ZHAO, 2008) (TELES, 2018)(SADOOGHI et al., 2014)
(VALERO-LARA et al., 2016)
Fonte – Autora (2019).
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Tabela 5 – Middlewares versus Requisitos (parte 3).
Middlewares/
Plataformas
Requisitos
Referências
A
daptação
D
inâm
ica
B
ig
D
ata
C
iência
de
C
ontexto
C
onectividade
D
escoberta
e
G
erenciam
ento
de
D
ispositivos
E
scalabilidade
Ferram
entasde
D
esenvolvim
ento
Flexibilidade
Interfaces
Interoperabilidade
Portabilidade
R
eusabilidade
Segurança
e
Privacidade
U
sabilidade
UbiSOAP   ⊗     #    # ⊗ #
(PERERA et al., 2015)
(BANDYOPADHYAY et al., 2011)
(MOHAMED; AL-JAROODI, 2011)
(CAPORUSCIO; RAVERDY; ISSARNY, 2012)
Ubiware ⊗  ⊗    # #    # ⊗  (BATISTA et al., 2016) (PALADE et al., 2017)(BANDYOPADHYAY et al., 2011)
(SCUTURICI et al., 2012) (PERERA et al., 2015)
Fonte – Autora (2019).
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4
Framework Smart e-PING
A fim de contribuir para o GEB, o presente trabalho propôs o Framework Smart e-PING.
O objetivo do Framework Smart e-PING é prover a interoperabilidade entre um Software Público
que adota a arquitetura e-PING e a plataforma FIWARE. Ademais, o Framework Smart e-PING
possibilita que o Software Público e a FIWARE interajam de maneira rápida, uma vez que
a arquitetura do Framework Smart e-PING abstrai as camadas inferiores responsáveis pelo
fornecimento dos seus serviços. Portanto, o usuário não necessita de prévio conhecimento,
restando somente entender a interface do Framework Smart e-PING para efetuar o seu uso.
Figura 7 – Visão da comunicação do Framework Smart e-PING.
Framework  
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e-PING
requisição  
HTTP 
LEGENDA
MIDDLEWARE
FRAMEWORK
FIWARE 
resposta  
SQL 
resposta  
HTTP 
Banco de Dados  
do Software Público
requisição  
SQL 
Fonte – Autora (2019).
De forma resumida, a Figura 7 apresenta uma visão da comunicação de como o Fra-
mework Smart e-PING interage com o Software Público e a FIWARE. O Framework Smart
e-PING foi desenvolvido na linguagem PHP e a sua comunicação está dividida em três camadas.
A primeira camada corresponde ao Banco de Dados do Software Público, que é responsável por
disponibilizar as informações a serem utilizadas por quaisquer aplicações e/ou Web Services,
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que necessitem dessas informações. A segunda camada é o próprio Framework Smart e-PING,
que é responsável pelo gerenciamento da interoperabilidade entre as demais camadas. Por fim, a
terceira camada corresponde à plataforma FIWARE, que é representada pelo Generic Enable
ORION. Outrossim, a FIWARE recebe requisições enviadas pelas aplicações e/ou Web Services
que necessitem das informações provenientes do Software Público.
Conforme a Figura 7, a comunicação entre o Framework Smart e-PING e o Software
Público é realizada por meio de requisições SQL (SELECT, UPDATE, DELETE ou INSERT)
no Banco de Dados, com envio e resposta de arquivos no formato SQL. Por outro lado, a
comunicação entre o Framework Smart e-PING e a FIWARE é realizada por meio de requisições
HTTP (GET, POST, DELETE ou UPDATE). As requisições HTTP tem como objetivo enviar e
receber arquivos no formato JavaScript Object Notation (JSON), formato aceito pela FIWARE.
A Figura 8 apresenta uma visão mais detalhada do Framework Smart e-PING. O Fra-
mework Smart e-PING divide-se em duas classes, que são a Requisição HTTP (IV) e o CRUD
(V). A Requisição HTTP (IV) é responsável pela comunicação com o CRUD (V) e com a
FIWARE (VI). Outrossim, recebe as informações no formato SQL provindas da classe CRUD,
por meio de chamadas de funções HTTP e recebe as informações provindas da FIWARE, por
meio de requisição HTTP. Outrossim, a Requisição HTTP é responsável pelo tratamento e
padronização dos dados, para que a rota possibilite funcionalidades como adição, exclusão,
consulta e edição. Essas funcionalidades alimentam o consumo de dados provenientes das requi-
sições realizadas pela FIWARE (VI). De forma adicional, a classe Requisição HTTP envia os
dados e/ou requisições realizadas pelas aplicações e/ou Web Services para a classe CRUD, que é
responsável por emitir uma resposta ao Software Público.
Por fim, a classe CRUD (V) contém as seguintes funções: Create, Read, Update e Delete.
O CRUD é uma classe responsável pelas funções de criação, alteração, exclusão ou edição de
uma nova informação/ entidade1 na Base de Dados do Software Público. Estas funções são
realizadas por meio de requisições de Web Services, que são solicitadas pelos usuários das
aplicações externas que utilizam a FIWARE (IX, X ou XI). O CRUD é responsável por se
comunicar diretamente com a Base de Dados do Software Público (II), por meio destas funções.
Esse processo funciona com base na camada de aplicação da rede por meio do protocolo HTTP,
que é possível obter respostas mediante os arquivos no formato JSON. Outrossim, o CRUD é
responsável por receber as informações tanto da classe Requisições HTTP (VI), quanto da Base
de Dados do Software Público (II).
Conforme a Figura 8, pode-se exemplificar a comunicação da FIWARE para o Software
Público do seguinte modo. Supondo que uma aplicação (X ou XI) e/ou Web Service (IX) deseje
uma determinada localização de uma cidade, fornecida pelo Software Público (I). Essa aplicação
1 A entidade se trata de uma descrição que contém atributos dos objetos e meta dados relacionados a detalhes das
características. Esses atributos, por sua vez representam uma instância de dados quanto a uma característica
(ELMANGOUSH et al., 2013; FIWARE, 2018).
C
apítulo
4.
Fram
ew
ork
Sm
arte-P
IN
G
65
Figura 8 – Visão Geral do Framework Smart e-PING.
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Fonte – Autora (2019).
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realiza uma requisição HTTP, diretamente na base ORION, da plataforma FIWARE. O ORION
verifica se existe em seu Banco de Dados, essa localização. Se existir, retorna a aplicação (X
ou XI) e/ou Web Service (IX) a localização desejada. Caso não exista, o ORION realiza uma
requisição HTTP para a classe Requisição HTTP do Framework Smart e-PING.
A classe Requisição HTTP verifica qual a operação provinda da FIWARE, como por
exemplo GET, POST, DELETE ou UPDATE. Em seguida, a classe Requisição HTTP realiza
uma chamada de função HTTP para a classe CRUD, passando como parâmetro as informações
solicitadas.
A classe CRUD por sua vez, irá se comunicar diretamente com a Base de Dados do
Software Público e obter a localização desejada pela aplicação externa. Uma vez que a classe
CRUD obtiver essas informações, realiza uma chamada de função CRUD passando como
parâmetros as informações que obteve no Banco de Dados do Software Público para a classe
Requisição HTTP. Nessa classe, serão traduzidas as informações do Banco de Dados (no formato
SQL) para o formato JSON. Em seguida, a classe Requisição HTTP envia ao FIWARE as
informações no formato JSON por meio de uma determinada URL parametrizada pela NGSI
versão 2. Com isso, a FIWARE se encarrega de enviar as informações para as aplicações que
solicitaram.
Conforme a Figura 8, pode-se exemplificar a comunicação do Software Público para a
FIWARE do seguinte modo. O Framework Smart e-PING por meio da classe CRUD, acessa a
Base de Dados do Software Público e obtem as informações desejadas. Em seguida, a classe
CRUD realiza uma chamada de função CRUD para a classe Requisição HTTP, passando como
parâmetro as informações desejadas. Na classe Requisição HTTP, essas informações serão
traduzidas no formato JSON. Após essa tradução, a classe Requisição HTTP envia a FIWARE
as informações no formato JSON por meio de uma determinada URL parametrizada pela NGSI
versão 2. Com isso, a FIWARE se encarrega de notificar as aplicações que possuem interesse nas
informações disponibilizadas pelo Software Público.
Vale destacar que a cada nova informação inserida/removida/atualizada na Base de Dados
do Software Público (II), é necessária a atualização dessas informações na FIWARE (VI).
A função do Framework Smart e-PING é estabelecer a interoperabilidade entre um
Software Público e a plataforma FIWARE. Desse modo, a estratégia de comunicação foi dividida
em duas etapas, que são apresentadas nas seções a seguir.
4.1 Interoperabilidade do Software Público para a FIWARE
Nesta seção é apresentada como é realizada a interoperabilidade do Software Público
para a FIWARE, por meio do ORION. Para isso, é necessário que o usuário das organizações, do
GEB, tenham um entendimento em aplicações Web. Em outras palavras, o usuário precisa ter um
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entendimento em instalações de pacotes no Linux/Windows e configuração básica do Apache,
PHP e MySQL. Com esse entendimento, é possível configurar o Framework Smart e-PING
corretamente. Outrossim, o usuário deverá saber qual é a Base de Dados que ele deseja tornar
interoperável com a plataforma FIWARE.
Figura 9 – Passos para utilizar o Framework Smart e-PING.
07/04/2019 3
1 D I A G R A M  1
Fonte – Autora (2019).
Conforme apresentado na Figura 9, a interoperabilidade do Software Público para o
ORION é realizada da seguinte forma: o primeiro passo para utilizar o Framework Smart e-PING
é realizado pelo usuário. O usuário realiza o download do Framework Smart e-PING, disponível
no GitHub2. Em seguida, configura um servidor Web que contenha os serviços Apache e MySQL,
como por exemplo o XAMPP3.
Após a configuração correta apresentada no Apêndice A, o usuário acessa o Framework
Smart e-PING, de qualquer navegador Web, por meio do endereço previamente configurado
“<http://localhost/smart_e-ping-2/public/>”. Ao acessar esse endereço, exibe-se a tela de cone-
xão, conforme apresentado na Figura 10.
2 <https://github.com/ThauaneDcomp/e-smart>.
3 É um ambiente de desenvolvimento da linguagem PHP (XAMPP, 2019). Disponível para download em:
<https://www.apachefriends.org/pt_br/download.html>.
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Figura 10 – Tela de Conexão do Framework Smart e-PING.
Fonte – Autora (2019).
A fim de realizar a conexão no Framework Smart e-PING, o usuário deve informar todos
os dados necessários da sua base, que são:
a) Base de Dados: nome do Banco de Dados do Software Público que deseja utilizar para
realizar a interoperabilidade. Conforme apresentado na Figura 10, utilizou-se a Base de
Dados do Software Público GPWeb4.
b) URL da Base de Dados: endereço/local em que se encontra a Base de Dados do Software
Público. Conforme apresentado na Figura 10, a Base de Dados do Software Público GPWeb
está localizada na máquina localhost na porta 3306.
c) Usuário: usuário do Banco de Dados do Software Público.
d) Senha: senha do Banco de Dados do Software Público.
4 <https://softwarepublico.gov.br/social/gpweb>.
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Estes dados são fundamentais para que o Framework Smart e-PING tenha acesso ao
Banco de Dados do Software Público e realize a interoperabilidade. Após fornecer todos os
dados necessários, o usuário deve clicar em "Avançar". Em seguida, o Framework Smart e-PING
verifica se existe a conexão com a Base de Dados do Software Público. Caso não encontre,
exibe-se uma mensagem na tela informando que ocorreu falha de conexão com o banco.
Vale destacar que a conexão no Banco de Dados do Software Público, somente será
estabelecida se as informações fornecidas forem condizentes com a autenticação da Base de
Dados informada.
Após a autenticação no Banco de Dados do Software Público, o Framework Smart e-
PING apresenta uma listagem dos dados disponíveis neste banco. O Framework Smart e-PING
exibe todas as tabelas e suas respectivas colunas disponíveis, conforme apresentado na Figura
11.
Figura 11 – Tela de Listagem das Tabelas e Colunas.
Fonte – Autora (2019).
O Framework Smart e-PING permite que o usuário selecione mais de uma tabela e/ou
coluna, conforme desejar. Caso o usuário deseje retornar a tela anterior, deve clicar no botão
“Voltar”. Após selecionar a(s) tabela(s) e a(s) coluna(s) que deseja realizar a interoperabilidade,
o usuário deve clicar em "Avançar". Em seguida, o Framework Smart e-PING converte todos os
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dados selecionados para o formato JSON. Finalizada a conversão, o usuário é redirecionado para
a tela de opções, conforme apresentado na Figura 12.
Figura 12 – Tela de Opções.
Fonte – Autora (2019).
Conforme ilustrado na Figura 12, o usuário terá as seguintes opções de ações a realizar:
efetuar o download do arquivo JSON e/ou enviar os dados para uma Base de Dados ORION.
Caso selecione a opção "enviar para a Base de Dados ORION", é necessário que seja informado o
endereço Internet Protocol (IP) e a porta em que a base ORION se encontra. Caso deseje "efetuar
download do arquivo JSON", o usuário deve clicar em "arquivo JSON" e automaticamente será
realizado o download do arquivo do tipo ".json". Outrossim, o usuário pode realizar as duas
ações, caso desejar.
Caso o usuário deseje retornar a tela anterior, deve clicar no botão “Voltar”. Após
selecionar a opção desejada, o usuário deve clicar em "Avançar". Em seguida, o Framework
Smart e-PING envia todos os dados selecionados para o IP e porta em que a base ORION se
encontra.
Vale destacar que o Framework Smart e-PING está se conectando somente com o Banco
de Dados MySQL. Posteriormente, serão implementados novos módulos para que os demais
Bancos de Dados possam utilizá-lo.
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4.2 Interoperabilidade da FIWARE para o Software Público
Nesta seção é apresentada como é realizada a interoperabilidade da FIWARE, por meio
do ORION, para o Software Público. Essa interoperabilidade é realizada pelas seguintes funções
CRUD: Create, Read, Update e Delete. O CRUD consiste em uma etapa essencial para a
interoperabilidade entre sistemas heterogêneos, que serão descritos a seguir.
4.2.1 Inserir (Create)
A Figura 13 apresenta como um usuário por meio do aplicativo externo, que utiliza a
FIWARE, pode realizar inserções dos dados no Banco de Dados do Software Público. O usuário,
por meio do aplicativo externo, realiza uma requisição HTTP do tipo "POST" ao ORION. Ao
receber essa requisição, o ORION verifica se o identificador (ID) informado na requisição existe
em sua Base de Dados MongoDB. Se não há dados com o mesmo ID, o ORION insere os dados
em seu banco e verifica se existem subscribes. Se existirem dados com o mesmo ID, o ORION
informa ao aplicativo externo que esses dados existem.
Se existirem subscribes, o ORION envia os dados da solicitação para o Framework Smart
e-PING. Ao receber essa solicitação, o Framework Smart e-PING transforma os dados JSON em
SQL. Em seguida, o Framework Smart e-PING insere os dados no Banco de Dados do Software
Público. Se não existirem subscribes, a requisição termina com a resposta à aplicação externa
informando se os dados foram inseridos ou não na Base de Dados MongoDB e consequentemente
na Base de Dados do Software Público.
Figura 13 – Diagrama de Sequência da função Create.
Inserir (Create)
ORION Framework Smarte-PING
Banco de
DadosAplicativo
7:SqlCreate()
1: requestCreate()
2: createBase()
3: responseCreate()
4: veriﬁcaSubscribe()
5: requestCreate()
6: transformaSQL()
Fonte – Autora (2019).
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No exemplo a seguir, um usuário por meio do aplicativo externo realiza a inserção de
uma pessoa "person" no Banco de Dados do Software Público. O usuário, por meio do aplicativo
externo, realiza uma requisição HTTP do tipo "POST" ao ORION, com base no padrão de
comunicação NGSIv2. Essa requisição contém o servidor, porta, versão do NGSI, cabeçalho, o
corpo da mensagem do objeto JSON e gatilhos, conforme apresentado na Figura 14.
Figura 14 – Exemplo de uma requisição do tipo "POST".
<ORION_HOST>1026/v2/entities/POST 
OBJETO JSON 
contextType: 'aplication/json'
 
{
"id": "Person1",
"type": "person",
"name": {
"value": "Fulano",
"type": "Text";
},
"lastname": {
"value": "Silva",
"type": "Text";
}
}
CABEÇALHO 
Fonte – Autora (2019).
Na Figura 14, o usuário realizou uma requisição do tipo "POST", para o servidor
"ORION_HOST" que está localizado na porta "1026". Ademais, informou a versão do NGSI
"v2" e o gatilho "entities" que é recebido pelo ORION. Uma vez que o ORION recebeu essa
requisição, é verificado se o ID "Person1", do objeto JSON, existe na sua Base de Dados
MongoDB. Se o ID existir, o ORION informa ao aplicativo externo que esse dado existe. Caso
esse ID não exista, o ORION realiza a inserção em seu Banco de Dados e verifica se existem
subscribes.
Se não existirem subscribes, o ORION informa ao aplicativo externo uma mensagem de
inserção concluída ou erro na inserção. Se existirem subscribes, o ORION envia os dados da
solicitação para o Framework Smart e-PING, por meio da URL "<http://smarteping:8080/listen?
action=insert>", conforme apresentado no Código 2. Ao receber a solicitação, o Framework
Smart e-PING transforma os dados JSON em SQL. Em seguida, insere os dados no Banco de
Dados do Software Público.
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Código 2 – Subscribe da função Create.
1 {
2 "description": "A signature to insert data on the Public Software database",
3 "subject": {
4 "entities": [
5 {
6 "type": "person"
7 }
8 ]
9 },
10 "notification": {
11 "http": {
12 "url": "http://smarteping:8080/listen?action=insert"
13 },
14 "attrs": [
15 "name",
16 "lastname"
17 ]
18 }
19 }
Fonte – Autora (2019).
A seguir, são explicados em detalhes os diferentes elementos contidos no subscribe
apresentado no Código 2:
a) O subcampo "entities" (linha 4) dentro de "subject" (linha 3) é o parâmetro a ser analisado
como filtro do subscribe. Neste caso, o ORION filtra as requisições recebidas do tipo
"person" (linha 6). Em outras palavras, se enquadram neste subscribe o objeto JSON que
contenha o campo “type: "person"” (linha 6).
b) O subcampo "attrs" (linha 14) dentro de "notifications" (linha 10) define o conteúdo das
mensagens de notificação. Neste exemplo, é especificado que a notificação deve incluir os
atributos "name" (linha 15) e "lastname" (linha 16) na entidade "person".
c) O subcampo "URL" (linha 12) é responsável por enviar notificação na URL aqui definida.
Neste exemplo, foi utilizada a URL do Framework Smart e-PING. Apenas uma URL pode
ser incluída por assinatura. No entanto, pode ter várias assinaturas nos mesmos elementos
de contexto, ou seja, mesma entidade e atributo sem nenhum problema.
d) O subcampo "description" (linha 2) descreve o que a subscribe realiza.
Dentro deste subscribe, se a entidade do tipo "person" for inserida no Banco de Dados
do ORION, é criada uma requisição para a URL, descrito no Código 2, com os dados descritos
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no campo "attrs" (atributos). Em seguida, o ORION envia ao aplicativo uma notificação que os
dados foram inseridos com sucesso. Paralelamente a essa resposta ao ORION, o Framework
Smart e-PING recebe a solicitação enviada pelo ORION e realiza o processo de tradução de
JSON para SQL. Em seguida, insere esses dados na Base de Dados do Software Público. Esta
inserção no Banco de Dados é feita pelo comando SQL apresentado no Código 3.
Código 3 – Exemplo do comando da função Insert.
1 INSERT INTO person (name, lastname)
2 VALUES ("Fulano", "Silva");
Fonte – Autora (2019).
4.2.2 Consultar (Read)
A Figura 15 apresenta como um usuário por meio do aplicativo externo que utiliza a
FIWARE, pode consultar informações dos dados no Banco de Dados do Software Público. O
usuário, por meio do aplicativo externo, realiza uma requisição HTTP do tipo "GET" ao ORION.
Ao receber essa requisição, o ORION verifica se o ID informado na requisição existe em sua
Base de Dados MongoDB. Se não existirem dados com o mesmo ID, o ORION informa que os
dados não existem em seu Banco de Dados. Se existirem dados com o mesmo ID, o ORION
informa à aplicação externa que esse dado não existe.
Figura 15 – Diagrama de Sequência da função Read.
Consultar (Read)
ORIONAplicativo
1: requestRead()
2: responseRead()
Fonte – Autora (2019).
No exemplo a seguir, um usuário por meio do aplicativo externo realiza a consulta
de uma pessoa "person" no Banco de Dados do Software Público. O usuário, por meio do
aplicativo externo, realiza uma requisição HTTP do tipo "GET" ao ORION, com base no padrão
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de comunicação NGSIv2. Assim, a comunicação pode ocorrer de quatro formas, conforme
apresentado nos itens abaixo.
a) Para consultar todas as entidades registradas no banco do ORION (MongoDB), é necessário
realizar o seguinte comando no prompt de comando:
curl <orion_host>:1026/v2/entities -s -S -H 'Context-Type: application/json' -d @-
<<EOF↪→
b) Para filtrar as entidades por tipo "person", é necessário realizar o seguinte comando:
curl <orion_host>:1026/v2/entities?type=person -s -S -H 'Context-Type:
application/json' -d @- <<EOF↪→
c) Para consultar uma única entidade, por meio da identidade (ID), é necessário realizar o
seguinte comando:
curl <orion_host>:1026/v2/entities/person1 -s -S -H 'Context-Type: application/json'
-d @- <<EOF↪→
d) Para requisitar apenas um atributo de uma entidade, é necessário realizar o seguinte
comando:
curl <orion_host>:1026/v2/entities/person1/attrs/name -s -S -H 'Context-Type:
application/json' -d @- <<EOF↪→
A seguir, são explicados em detalhes os diferentes elementos contidos nessa consulta:
a) curl: ferramenta de linha de comando para requisições HTTP. Utilizado em qualquer
sistema operacional.
b) <orion_host>:1026/v2/entities: “orion_host" é o endereço da FIWARE, que está locali-
zado na porta "1026". Ademais, informou a versão do NGSI "v2" e o gatilho "entities"
que é recebido pelo ORION.
c) -s -S: exibe mensagem de erro ao falhar.
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d) -H: passa o(s) cabeçalho(s) personalizado(s) para o servidor.
e) ‘context-type: application/json’: cabeçalho utilizado para especificar o formato JSON.
f) -d: retorna a data que realizou a consulta.
g) @- « EOF: fim do comando curl.
4.2.3 Alterar (Update)
Para uma aplicação externa, que utiliza a FIWARE, realizar uma alteração na Base
de Dados do Software Público, deve-se seguir os passos que são apresentados na Figura 16.
O usuário, por meio do aplicativo externo, realiza uma requisição HTTP do tipo "PATCH"
ou "PUT" ao ORION. Ao receber essa requisição, o ORION verifica se o ID informado na
requisição existe em sua Base de Dados MongoDB. Se existirem dados com o mesmo ID, o
ORION altera os dados em seu banco e verifica se existem subscribes. Caso esse ID não exista,
o ORION informa ao aplicativo externo que esse ID já existe.
Se existirem subscribes, o ORION envia os dados da solicitação para o Framework Smart
e-PING. Ao receber essa solicitação, o Framework Smart e-PING transforma os dados JSON em
SQL e altera os dados no Banco de Dados do Software Público. Se não existirem subscribes, a
requisição termina com a resposta à aplicação externa informando se os dados foram alterados
ou não na Base de Dados MongoDB.
Figura 16 – Diagrama de Sequência da função Update.
Alterar (Update)
ORION Framework Smarte-PING
Banco de
DadosAplicativo
7:SqlUpdate()
1: requestUpdate()
2: updateBase()
3: responseUpdate()
4: veriﬁcaSubscribe()
5: requestUpdate()
6: transformaSQL()
PUT = editar
somente um dado 
PATCH - editar mais
de um dado 
Fonte – Autora (2019).
Como mostrado na Figura 16, o aplicativo externo pode executar a mudança usando dois
métodos, como "PUT" e "PATCH". O método "PUT" solicita o armazenamento/atualização de
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uma única informação/entidade. Finalmente, o método "PATCH", diferente do "PUT", é usado
para armazenar ou atualizar um recurso. No entanto, o "PATCH" é feito para alterar mais de uma
informação/entidade.
No exemplo anterior, um usuário por meio do aplicativo externo realiza a alteração de
uma pessoa "person" ("name" e "lastname") no Banco de Dados do Software Público. O usuário,
por meio do aplicativo externo, realiza uma requisição HTTP do tipo "PATCH" ao ORION, com
base no padrão de comunicação NGSIv2. Essa requisição contém o servidor, porta, versão do
NGSI, cabeçalho, o corpo da mensagem do objeto JSON e gatilhos, conforme ilustrado na Figura
17.
Figura 17 – Exemplo de uma requisição do tipo "PATCH".
<ORION_HOST>:1026/v2/entities/PATCH PUT
Email
Signals
Workﬂows
OBJETO JSON 
contextType: 'aplication/json'
 
{
   "id": "Person1",
   "type": "person",
   "name": {
       "value": "Fulanoo",
       "type": "Text";
    },
    "lastname": {
       "value": "Silvaa",
       "type": "Text";
   }
}
CABEÇALHO 
Fonte – Autora (2019).
Como por exemplo na Figura 17, o usuário realizou uma requisição do tipo PATCH, para
o servidor "ORION_HOST" que está localizado na porta "1026". Ademais, informou a versão do
NGSI "v2" e o gatilho "entities" que é recebido pelo ORION. Uma vez que o ORION recebeu
essa requisição, é verificado se o ID "Person1", do objeto JSON, existe na sua Base de Dados
MongoDB. Caso esse ID não exista, o ORION retorna mensagem de erro, informando que não
existe esse ID. Caso esse ID exista, o ORION realiza a alteração em seu Banco de Dados e
verifica se existem subscribes.
Se existirem subscribes, o ORION envia os dados da solicitação para o Framework
Smart e-PING, por meio da URL "<http://smarteping:8080/listen?action=update>", conforme
apresentado no Código 4. Ao receber a solicitação, o Framework Smart e-PING transforma os
dados JSON em SQL. Em seguida, altera os dados no Banco de Dados do Software Público. Se
não existirem subscribes, o ORION informa ao aplicativo externo uma mensagem de alteração
concluída ou erro na alteração.
Uma vez que a requisição é realizada, ORION recebe os dados e verifica se o campo
identidade (ID) "Person1" existe no Banco de Dados, se ele existir, ele altera os dados e verifica
se existe subscribe, conforme apresentado no Código 4.
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Código 4 – Subscribe da função Update.
1 {
2 "description": "A signature to update data on the Public Software database",
3 "subject": {
4 "entities": [
5 {
6 "type": "person"
7 }
8 ]
9 },
10 "notification": {
11 "http": {
12 "url": "http://smarteping:8080/listen?action=update"
13 },
14 "attrs": [
15 "name",
16 "lastname"
17 ]
18 }
19 }
Fonte – Autora (2019).
Considerando este subscribe, se a entidade do tipo "person" for alterada no Banco de
Dados do ORION, é criada uma requisição para a URL, apresentada no Código 4, com os
dados descritos no campo "attrs" (atributos). Em seguida, o ORION envia ao aplicativo uma
notificação que os dados foram modificados com sucesso. Em paralelo a esta resposta ao ORION,
o Framework Smart e-PING recebe a solicitação enviada pelo ORION e realiza o processo de
tradução de JSON para SQL. Em seguida, altera esses dados na Base de Dados do Software
Público. Esta alteração no Banco de Dados é feita pelo comando SQL, apresentado no Código 5.
Código 5 – Exemplo do comando da função Update.
1 UPDATE person SET name = "Fulanoo", lastname = "Silvaa"
2 WHERE id = "person1";
Fonte – Autora (2019).
4.2.4 Deletar (Delete)
Na Figura 18 é exemplificado como uma aplicação externa, que utiliza a FIWARE,
realiza a remoção de dados na base do Software Público, demonstrando os passos necessários
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para realizar essa ação. O usuário, por meio do aplicativo externo, realiza uma requisição HTTP
do tipo "DELETE" ao ORION. Ao receber essa requisição, o ORION verifica se o ID informado
na requisição existe em sua Base de Dados MongoDB. Se não existirem os dados com o mesmo
ID, o ORION informa ao aplicativo externo que a informação/entidade não existe. Se existirem
dados com o mesmo ID, o ORION apaga os dados em seu banco e verifica se existem subscribes.
Se existirem subscribes, o ORION envia os dados da solicitação para o Framework Smart
e-PING. Ao receber essa solicitação, o Framework Smart e-PING transforma os dados JSON em
SQL e apaga os dados no Banco de Dados do Software Público. Se não existirem subscribes, a
requisição termina com a resposta à aplicação externa informando se os dados foram apagados
ou não na Base de Dados MongoDB.
Figura 18 – Diagrama de Sequência da função Delete.
Deletar (Delete)
ORION Framework Smarte-PING
Banco de
DadosAplicativo
7:SqlDelete()
1: requestDelete()
2: deleteBase()
3: responseDelete()
4: veriﬁcaSubscribe()
5: requestDelete()
6: transformaSQL()
Fonte – Autora (2019).
No exemplo anterior, um usuário por meio do aplicativo externo realiza a remoção de
uma pessoa "person" no Banco de Dados do Software Público. O usuário, por meio do aplicativo
externo, realiza uma requisição HTTP do tipo "DELETE" ao ORION, com base no padrão de
comunicação NGSIv2. Assim, a remoção é da seguinte forma, conforme ilustrado no Código 6.
Código 6 – Exemplo de Comunicação da função Delete.
1 curl <orion_host>:1026/v2/entities/person1 -s -S -H 'Context-Type: application/json'
-X DELETE @- <<EOF↪→
Fonte – Autora (2019).
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No Código 6, o usuário realizou uma requisição do tipo DELETE, para o servidor
"ORION_HOST" que está localizado na porta "1026". Ademais, informou a versão do NGSI
"v2" e o gatilho "entities" que é recebido pelo ORION. Uma vez que o ORION recebeu essa
requisição, é verificado se o ID "person1", do objeto JSON, existe na sua Base de Dados
MongoDB. Se não existir esse ID, o ORION informa a aplicação externa que não existe a
informação/entidade. Caso esse ID exista, o ORION realiza a remoção em seu Banco de Dados
e verifica se existem subscribes.
Se existirem subscribes, o ORION envia os dados da solicitação para o Framework
Smart e-PING, por meio da URL "<http://smarteping:8080/listen?action=delete>", conforme
apresentado no Código 7. Ao receber a solicitação, o Framework Smart e-PING transforma os
dados JSON em SQL. Em seguida, remove os dados no Banco de Dados do Software Público. Se
não existirem subscribes, o ORION informa ao aplicativo externo uma mensagem de remoção
concluída ou erro na remoção.
Código 7 – Subscription da função Delete.
1 {
2 "description": "A signature to delete data on the Public Software database",
3 "subject": {
4 "entities": [
5 {
6 "type": "person"
7 }
8 ]
9 },
10 "notification": {
11 "http": {
12 "url": "http://smarteping:8080/listen?action=delete"
13 },
14 "attrs": [
15 "id"
16 ]
17 }
18 }
Fonte – Autora (2019).
Considerando este subscribe, se a entidade do tipo "person" for removida no Banco
de Dados do ORION, é criada uma requisição para a URL, apresentado no Código 7, com
os dados descritos no campo "attrs" (atributos). Em seguida, o ORION envia ao aplicativo
uma notificação que os dados foram removidos com sucesso. Paralelamente a essa resposta
ao ORION, o Framework Smart e-PING recebe a solicitação enviada pelo ORION e realiza o
processo de tradução de JSON para SQL. Em seguida, remove esses dados na Base de Dados do
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Software Público. Esta remoção no Banco de Dados é feita pelo comando SQL, apresentado no
Código 8.
Código 8 – Exemplo do comando da função Delete.
1 DELETE FROM person
2 WHERE id = "person1";
Fonte – Autora (2019).
Desta forma, foi possível transformar os dados em formato JSON para uma plataforma
de Cidades Inteligentes para que outras aplicações consigam acessar os dados e utilizá-los.
Além dessa vantagem, softwares como o Comprehensive Knowledge Archive Network (CKAN)
poderão conseguir fazer proveito destes dados. Esses dados são traduzidos pelo Framework
Smart e-PING e disponibilizados aos usuários de aplicações externas e/ou Web Services, sem
que estes usuários tenham um conhecimento de computação. Dessa maneira, o GEB por meio
do Framework Smart e-PING poderá disponibilizar seus dados dos Softwares Públicos, sem a
necessidade de implementação de componentes em suas aplicações. Ademais, não é necessário
prévio conhecimento da FIWARE, restando somente entender a interface do Framework Smart
e-PING para efetuar o seu uso. Portanto, o Framework Smart e-PING dá suporte ao GEB a
reduzir os seus custos, otimizar e melhorar os seus serviços públicos por meio de soluções
inteligentes e a reutilização de recursos inteligentes.
Vale destacar que a cada nova informação que é inserida/removida/atualizada na Base
de Dados do Software Público, faz-se necessária a atualização dessas informações em tempo
real na base ORION, da plataforma FIWARE. Essa atualização é realizada por meio de funções
que serão criadas no Banco de Dados do Software Público utilizando triggers5. Estas triggers
serão acionadas com a operação da atualização dos dados no Framework Smart e-PING para
que a trigger atualize/remova/insira os dados no ORION também. Este acionamento notifica o
Framework para que estes dados sejam atualizados na Base de Dados do ORION.
No entanto, para que estas triggers sejam acionadas será necessário que a organização
do Governo Brasileiro, que esteja utilizando o Framework Smart e-PING, autorize a criação de
triggers em sua base de dados. Será uma trigger para cada tabela escolhida para interoperar, em
que serão acionadas e em seguida irá enviar uma requisição HTTP para o Framework Smart
e-PING, que recebe a requisição e envia as informações ao ORION.
Desta forma, ao executar o Framework Smart e-PING e passar pelo processo de con-
figuração da aplicação, deve haver uma tela de autorização. Esta tela terá que exibir todas as
5 Uma trigger é formada por ações em SQL, armazenadas no Banco de Dados. Essas ações são executadas
automaticamente pelo Banco de Dados, sempre que há uma alteração, remoção ou verificação dos dados de
uma determinada tabela (GEHANI; JAGADISH; SHMUELI, 1992; CERI; COCHRANE; WIDOM, 2000;
FRATANTONIO et al., 2016).
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triggers que serão criadas na base de dados do Software Público e solicitar que o usuário permita
a criação das triggers em sua base. Desta forma, o usuário pode analisar as triggers antes de
executá-la na base.
Por conseguinte, tanto as aplicações que trabalham com o Software Público quanto às
aplicações FIWARE podem interagir com os dados em tempo real e sem quaisquer alterações no
código fonte, devido ao Framework Smart e-PING.
83
5
Validação do Framework Smart e-PING
Este capítulo tem como objetivo validar a plataforma utilizando um estudo de caso, em
forma de provas de conceito (JR.; CHEN; PURDIN, 1991). Um estudo de caso é um tipo de
experimento planejado que objetiva analisar fenômenos de um determinado ambiente, por meio
de múltiplas fontes de evidências (YIN, 2015; GIL, 2017).
Figura 19 – Etapas realizadas na validação.
05/04/2019 3
1 D I A G R A M  1
Fonte – Autora (2019).
Conforme a Figura 19, para a realização do estudo de caso foram necessárias cinco etapas.
O planejamento do estudo de caso define o objetivo a ser alcançado durante a execução desse
estudo. A preparação da coleta de dados define as métricas referentes à norma ISO/IEC 25010.
e as questões de pesquisa associadas a essas métricas. A definição do cenário de validação
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consiste na descrição dos softwares utilizados, assim como as configurações necessárias para
a realização da validação. A coleta e análise dos dados descreve como foi realizada a coleta
dos dados, bem como das respostas às questões de validação. Por fim, a discussão sobre os
resultados analisa os resultados da pesquisa.
5.1 Planejamento do Estudo de Caso
Conforme mencionado na Seção 1.6, essa validação visa avaliar a capacidade que o
Framework Smart e-PING tem de interoperar um Software Público que adere ao e-PING com a
plataforma FIWARE.
Para esta validação, foi utilizado o método Goal/Question/Metric (GQM) proposto por
Basili (CALDIERA; ROMBACH, 1994; BASILI et al., 2014). Com base no GQM, o experimento
teve como objetivo analisar o Framework Smart e-PING, com o propósito de avaliar, com
respeito a interoperabilidade entre um Software Público e plataforma FIWARE, do ponto de
vista da norma ISO/IEC 25010 (ISO/IEC, 2011), no contexto das próprias métricas e derivações
da escala Likert (LIKERT, 1932).
Desta forma, as seguintes questões de validação foram definidas para a condução do
experimento:
a) Questão de Validação 1 - Qual a frequência que o Framework Smart e-PING traduz
corretamente o arquivo do Banco de Dados do Software Público para a plataforma
FIWARE?
Esta questão avalia se o Framework Smart e-PING traduz corretamente o arquivo lido do
Banco de Dados para o formato JSON. Assim, é necessário validar se as traduções dos
dados estão conforme o esperado, respeitando os formatos e a consistência dos mesmos.
b) Questão de Validação 2 - Com que frequência o Framework Smart e-PING causa perda
de informação na tradução do arquivo do Banco de Dados do Software Público para a
plataforma FIWARE?
Esta questão avalia o número de perdas, paradas, erros ou traduções incorretas de informa-
ções ocorridas durante a tradução no Framework Smart e-PING. Outrossim, compara esse
valor com o número de testes realizados.
c) Questão de Validação 3 - Qual a medida de tempo estimada para que o Framework Smart
e-PING permita a interoperabilidade entre o Software Público e a plataforma FIWARE?
Esta questão avalia o tempo em que o Framework Smart e-PING foi capaz de traduzir, com
sucesso, o arquivo do Banco de Dados do Software Público para a plataforma FIWARE.
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5.2 Preparação da Coleta de Dados
A experimentação foi realizada por meio das métricas propostas na norma ISO/IEC
25010 (ISO/IEC, 2011). As seguintes métricas foram definidas com base na documentação
referente à norma ISO/IEC 25010. Elas estão associadas às questões de validação relatadas na
Seção 5.1.
Métrica 1 - Validação da tradução dos dados com base nas tentativas de sucesso.
Essa métrica contém o objetivo de avaliar a porcentagem em que a tradução dos dados entre o
Software Público e a plataforma FIWARE é bem-sucedida. Esta métrica está associada à Questão
de Validação 1, apresentada na Seção 5.1. O método de aplicação é contar o número total de
testes que foram realizados e o número de testes em que a tradução foi bem-sucedida, conforme
apresentado na Tabela 6.
Tabela 6 – Métrica 1 de validação durante a fase de desenvolvimento do Framework Smart
e-PING.
Fórmula Interpretação Tipo de Escala1
MC = CNT ∗100
MC = Porcentagem
de tradução
bem-sucedida.
C = Número de
testes em que a
tradução entre
o Software
Público e a
plataforma
FIWARE foi
bem-sucedida.
NT = Número de
testes em que
se tentou traduzir
os dados do
Software Público
para a plataforma
FIWARE.
0 ≤MC ≤ 1
Se o valor obtido
estiver próximo a 100%
é considerado como
sendo mais favorável.
Ótimo = 100%
100% > Muito Bom ≥ 75%
75% > Bom ≥ 50%
50% > Razoável ≥ 25 %
Ruim < 25%
Fonte – Elaborada com base na norma ISO/IEC (2011).
1 Conforme a escala original Likert de 5 pontos (LIKERT, 1932).
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Na métrica 1 foram comparados os dados já existentes por meio do plugin de comparação
de arquivos da ferramenta Notepad++2. Esse plugin compara e mescla arquivos nos Sistemas
Operacionais Windows, Linux ou OS X. Outrossim, compara linha por linha, caractere por
caractere e palavra por palavra a cada linha. Ademais, possibilita a contagem de caracteres,
linhas e palavras (NOTEPADD++, 2019). Portanto, utilizou-se essa ferramenta para realizar a
checagem da integridade dos dados em cada campo, comparando caracteres, palavras e linhas.
Uma vez verificada uma falha, é considerada como uma tradução inválida, relacionando-se à
questão de validação 2.
O critério utilizado para essa métrica foi somente considerar o dado/conteúdo traduzido,
verificando se este dado/conteúdo estava condizente com o arquivo do formato SQL. Portanto,
foram desconsiderados os nomes dos campos e os campos, deixando de forma mais clara que o
mais importante foram os dados/conteúdos presentes nesses campos.
Métrica 2 - Validação de detecção de falhas. É uma métrica importante para mostrar a
estabilidade do Framework. Essa métrica verifica a porcentagem de falhas detectadas durante
a execução do Framework Smart e-PING. O método de aplicação é contar o número de falhas
detectadas durante a execução do Framework Smart e-PING e o número de testes realizados,
conforme apresentado na Tabela 7.
Tabela 7 – Métrica 2 de validação durante a fase de desenvolvimento do Framework Smart
e-PING.
Fórmula Interpretação Tipo de Escala3
MF = FNT ∗100
MF = Porcentagem
de falhas
detectadas.
F = Número
de falhas
detectadas.
NT = Número
de testes
realizados.
0 ≤MF
Um valor de MF
reduzido significa
qualidade do produto.
MF = 0 não indica
necessariamente a
ausência de falhas.
Ótimo = 0%
0% > Muito Bom ≥ 25%
25% > Bom ≥ 50%
50% > Razoável ≥ 75%
Ruim < 75%
Fonte – Elaborada com base na norma ISO/IEC (2011).
Essa métrica 2 visa a identificação de falhas durante a execução do Framework Smart
e-PING. Ela é obtida analisando a quantidade de paradas, erros ou traduções incorretas du-
2 <https://sourceforge.net/projects/npp-compare/>.
3 Conforme a escala original Likert de 5 pontos (LIKERT, 1932).
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rante a execução do Framework. A métrica 2 é bem semelhante à métrica 1, porém dessa
vez contabilizou-se as falhas verificadas nas palavras, caracteres e linhas. Esta métrica 2 está
associada à Questão de Validação 2, apresentada na Seção 5.1.
Métrica 3 - Validação do tempo de execução. É uma métrica que contém um aspecto
importante a ser considerado com relação a validação de um Framework. Essa métrica tem como
objetivo calcular o tempo que o Framework Smart e-PING realiza uma tradução. Outrossim,
verifica o tempo em que o Framework reage/conclui uma determinada operação. Desta forma,
possibilita que essa métrica seja comparada com outras soluções que venham a existir. Esta
métrica está associada à Questão de Validação 3, apresentada na Seção 5.1.
Para validar essa métrica utilizou-se a ferramenta Wireshark4. O Wireshark é uma
ferramenta de análise em tempo real dos dados, em uma determinada rede. Outrossim, exibe
todos os registros de data e hora em tempo absoluto (segundos), desde o início da captura
desses dados. Esta ferramenta é amplamente utilizada por administradores de rede, para o
gerenciamento/análise do comportamento do tráfego de pacotes que transita em uma determinada
rede (WIRESHARK, 2019). Portanto, utilizou-se essa ferramenta para validar o tempo de
execução do Framework Smart e-PING.
Tabela 8 – Métrica 3 de validação durante a fase de desenvolvimento do Framework Smart
e-PING.
Fórmula Interpretação
X = Tempo
0 ≤ X
Quanto menor
for o valor de X
mais favorável
é o resultado.
Fonte – Elaborada com base na norma ISO/IEC (2011).
5.3 Cenário de Validação
Esta validação foi composta por dois sistemas e o Framework Smart e-PING. A seguir
são descritos os softwares escolhidos para realizar a interoperabilidade:
a) O primeiro software, GPWeb, foi desenvolvido em março de 2008 e foi disponibilizado no
Portal do Software Público Brasileiro5 em 2017. O GPWeb é uma aplicação Web desenvol-
vida em PHP e baseada no padrão de interoperabilidade do governo eletrônico que tem
4 <https://www.wireshark.org/download.html>.
5 Disponível em <https://softwarepublico.gov.br/social/gpweb> ou <https://www.sistemagpweb.com/>.
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como objetivo gerenciar projetos, incorporando as melhores práticas de gestão. Ademais,
possui módulos de gestão de recursos, gestão de documentos, agendas, colaboração social
com controle de calendários, dentre outros. O GPWeb segue a metodologia do Balanced
Score Card (BSC) com o planejamento estratégico, ferramentas de gestão, dentre outros.
Por fim, inclui módulos de comunicação e tramitação de documentos, o que possibilita à
organização centralizar as informações em um único sistema.
Esse software foi escolhido por ser um Software Público que contém o Banco de Dados
MySQL, banco aceito, até o momento, pelo Framework Smart e-PING. Ademais, por
disponibilizar uma base de dados para a realização de testes, assim como, por ser um
software com interface de fácil entendimento tanto para o seu uso quanto para a instalação.
b) O segundo software, Aedes Tracker foi desenvolvido em PHP. Aedes Tracker é um software
de geoprocessamento que auxilia os agentes epidemiológicos no combate ao mosquito
Aedes Aegypti. Esse software foi implementado para dar suporte aos projetos de Cidades
Inteligentes, utilizando a plataforma FIWARE, com o objetivo de minimizar custos gover-
namentais e introduzir melhorias na forma de acesso aos dados decorrentes do controle
dessa doença. Ademais, contém funcionalidades como o processo de coleta e a supervisão
de dados da doença Aedes Aegypti. Foi criado em 2018 por alunos de Iniciação Científica
em Ciência da Computação da Universidade Federal de Sergipe (UFS).
Esse projeto foi escolhido por se tratar de uma aplicação open source que foi desenvolvida
para dar suporte aos projetos de Cidades Inteligentes, utilizando a plataforma FIWARE.
Outrossim, por ser a primeira aplicação, recente, que está sendo desenvolvida pelos alunos
da UFS e que aceitou contribuir com o nosso trabalho, oferecendo pleno suporte quanto
ao funcionamento e configurações do software.
Para a execução do experimento foi utilizada uma máquina desktop com a seguinte
configuração:
Tabela 9 – Configuração.
Configurações do Sistema
Sistema
Operacional Windows 10 Home Single Language
Processador Intel Core i3-5000U 2.00 GHz - 5ª Geração
Memória RAM 4,00 GB
Tipo de
Sistema
Sistema Operacional de 64 bits, processador
com base em x64
Informações da Internet
Velocidade 5MB
Informações Adicionais
Mouse e Teclado
Fonte – Autora (2019).
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5.4 Coleta e Análise dos Dados
Esta seção apresenta como foi efetuada a coleta e análise dos dados dessa validação. Para
coletar os dados, foi realizada uma simulação com dados reais disponibilizados para testes pelo
Software Público GPWeb, no portal do Software Público. Estes dados serviram como base para
realizar a interoperabilidade do Software Público GPWeb com a plataforma FIWARE.
Para coletar os dados durante a tradução do arquivo do Banco de Dados do Software
Público GPWeb para a plataforma FIWARE, foi realizado um plano de testes utilizando o plugin
de comparação da ferramenta Notepad++6. Com esses testes, buscou-se comparar os elementos
caracteres, palavras e linhas. Essa comparação teve como objetivo analisar a confiabilidade dos
dados, relacionado à Questão de Validação 1. Uma vez verificada uma falha, foi considerada
como uma tradução inválida, relacionando-se à Questão de Validação 2.
Para promover maior confiabilidade dos dados, foram realizados 35 testes, sendo que
cada teste equivale à consulta e execução de uma tabela distinta. Estas quantidades de testes
foram relevantes para aprimorar a diversidade dos tipos de dados analisados (números, datas,
textos, dentre outros), proporcionando maior confiabilidade.
Após a coleta dos dados, todos esses dados foram organizados na planilha Microsoft
Excel7. Ademais, utilizou-se o Excel8 para analisar os dados e elaborar os gráficos. Em seguida,
com base na coleta dos dados, foram verificadas as ocorrências em relação aos acertos e erros
dos elementos (caracteres, palavras e linhas). Por fim, foram elaborados os gráficos de acordo
com os levantamentos propostos nas questões de validação.
A seguir os resultados da validação são apresentados como respostas às questões de
validação, apresentadas na Seção 5.1 deste trabalho.
5.4.1 Análise dos Dados com relação à Questão de Validação 1
Com base na Questão de Validação 1 e considerando especificamente a análise do ele-
mento "caractere", pode-se inferir que usualmente o percentual relativo ao elemento "caractere"
apresenta taxa de acerto mais próxima ou igual a 100%. Conforme pode ser observado na Figura
20, dos 35 testes analisados, somente o teste 17 não apresentou o percentual de 100% e sim
de 98,79%. Com base nessa análise, pode-se inferir que a codificação do elemento "caractere"
apresentou forma divergente de uma representação para a outra.
Considerando especificamente a análise do elemento "linhas", dos 35 testes analisados
era esperado que em ao menos uma das linhas ocorresse erro, visto que, na análise realizada
baseada nos caracteres um ou mais caracteres apresentaram falhas. Portanto, há de se inferir que
6 <https://sourceforge.net/projects/npp-compare/>.
7 <https://products.office.com/pt-br/excel>.
8 <encurtador.com.br/jqFQR>.
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Figura 20 – Gráfico da Porcentagem dos Caracteres Corretos.
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Fonte – Autora (2019).
existiria ao menos uma linha incorreta. Conforme pode ser observado na Figura 21, somente o
teste 17 não apresentou o percentual de 100% e sim de 96,30%.
Figura 21 – Gráfico da Porcentagem das Linhas Corretas.
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Fonte – Autora (2019).
Por fim, pelo fato de ter ocorrido erro nos elementos "linhas" e "caracteres", pode-se
esperar que houvesse erro em ao menos um elemento "palavra". Desse modo, considerando
especificamente a análise do elemento "palavra", dos 35 testes analisados, somente o teste 17
não apresentou o percentual de 100% e sim de 98,61%, conforme apresentado na Figura 22.
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Figura 22 – Gráfico da Porcentagem das Palavras Corretas.
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Fonte – Autora (2019).
Nas Figuras 20, 21 e 22, para cada teste foi utilizada a seguinte Fórmula 5.1.
PC =
EC
TE
∗100 (5.1)
em que, PC = porcentagem dos elementos corretos; EC = número de elementos corretos e
TE = número total de elementos corretos.
5.4.2 Análise dos Dados com relação à Questão de Validação 2
Com base na Questão de Validação 2 e considerando especificamente a análise do
elemento "caracteres", pode-se inferir que usualmente o percentual relativo ao elemento "carac-
tere" apresenta taxa de acerto mais próximo ou igual a 0%. Conforme pode ser observado na
Figura 23a, dos 35 testes analisados, somente o teste 17 não apresentou o percentual de 0% e
sim de 1,21%.
Considerando especificamente a análise do elemento "linha", dos 35 casos analisados,
somente a amostra 17 não apresentou o percentual de 0% e sim de 3,70%, conforme apresentado
na Figura 23b. Por fim, considerando especificamente a análise do elemento "palavra", dos 35
casos analisados, somente a amostra 17 não apresentou o percentual de 0% e sim de 1,39%,
conforme apresentado na Figura 23c.
Baseado nessas análises, pode-se inferir que a codificação dos elementos "caracteres",
"linhas" e "palavras" apresentaram formas divergentes de uma representação para a outra,
conforme pode ser observado na Figura 23.
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Figura 23 – Gráfico da Porcentagem dos Elementos Incorretos.
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(a) Porcentagem dos Caracteres Incorretos.
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(b) Porcentagem das Linhas Incorretas.
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(c) Porcentagem das Palavras Incorretas.
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Na Figura 23, para cada teste realizado na análise da Questão de Validação 2, foi utilizada
a seguinte Fórmula 5.2.
PI =
EI
TE
∗100 (5.2)
em que, PI = porcentagem de elementos incorretos; EI = número de elementos incorretos
e TE = número total dos elementos incorretos.
Conforme mencionado na Figura 23, o teste 17 apresentou falhas nos elementos "ca-
racteres", "linhas" e "palavras". Como pode ser observado na Figura 24, a comparação entre
os arquivos SQL e JSON do teste 17, apresentou uma única falha em sua tradução (linha 15).
Esperava-se que nesta linha contivesse a palavra "Paraíba", porém, não houve equivalência entre
as representações dos dados nos dois arquivos. A representação do formato JSON apresentou
caracteres a mais em relação ao arquivo SQL, como pode ser notado na palavra "Paraí\u00adba".
Figura 24 – Erro do Teste 17.
Fonte – Autora (2019).
5.4.3 Análise dos Dados com relação à Questão de Validação 3
Inicialmente é importante compreender a metodologia adotada, para realizar o teste
da questão de validação. Tendo em vista que o Framework Smart e-PING se comunica com
a plataforma FIWARE por meio do protocolo HTTP, é possível por intermédio da análise de
pacotes identificar e determinar quanto tempo leva para que a interoperabilidade seja concluída.
Entretanto, é importante analisar o comportamento/processamento das requisições HTTP sob
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a perspectiva da camada de aplicação da arquitetura Transmission Control Protocol/Internet
Protocol (TCP/IP).
Com a finalidade de calcular o tempo de requisição-resposta é importante observar que as
requisições compõem-se de chamadas do método GET, aguardando respostas de pacotes do tipo
CREATE que terão em seu conteúdo o formato JSON. Nesse ponto, é importante salientar que a
camada de aplicação receberá diferentes pacotes referentes a uma mesma consulta realizada pelo
Framework Smart e-PING. Desta forma, podem ser realizadas diferentes requisições GET e a
camada de aplicação será responsável por remontá-las, obtendo assim a resposta completa da
consulta.
Portanto, foi necessário realizar a análise do tráfego de pacotes da rede, por meio
da ferramenta Wireshark. Utilizou-se essa ferramenta para capturar os pacotes que estavam
associados ao IP do ORION, possibilitando a análise dos pacotes e consequentemente permitindo
o cálculo do tempo das requisições e respostas utilizadas na interoperabilidade do Framework
Smart e-PING para a plataforma FIWARE.
Como métrica, foi considerado o tempo base de cada requisição-resposta. Ou seja, a
análise do tempo entre cada método GET e sua resposta, conforme apresentado na Figura 25.
Desta forma, foi verificada a interação de cada requisição enviada. Após isso, foi analisado o
intervalo total de tempo que a tradução ocorreu, desde o seu envio da consulta no Banco de
Dados do Software Público até a sua chegada no ORION.
Figura 25 – Tempo Base.
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Fonte – Autora (2019).
A fim de apresentar uma visão mais detalhada em relação ao comportamento das requi-
sições e suas respostas observando o tempo destas transações, pode-se exemplificar por meio
de uma tabela no banco de dados do Software Público que possui somente um registro e duas
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colunas. Se solicitar o conteúdo desta tabela é necessário realizar uma solicitação do tipo GET
por intermédio do protocolo HTTP, utilizado pelo Framework Smart e-PING. Como resposta,
espera-se um CREATE que contenha o registro da tabela com conteúdo das duas respectivas
colunas. Neste exemplo, somente foi necessário a execução de um CREATE, entretanto, se a
tabela possuir N registros, serão necessários N GETS e N CREATES, a fim de obter a resposta
contendo todos os registros desta tabela.
Vale salientar que cada consulta continha diferentes requisições. Ou seja, como foram
realizadas 35 consultas e como as tabelas possuíam mais de um registro, houve neste caso a
necessidade de realizar 197 requisições. Com base nestas requisições, pode-se analisar o tempo
médio de cada GET-CREATE, sendo sabido que é comum ocorrer variações do tempo base para
cada uma das requisições-respostas, como pode ser observado na Figura 26. Por conseguinte, o
tempo médio em relação às 197 requisições analisadas foi de 248 milissegundos, apesar de que
houve uma variação abrupta entre os pontos amostrais 36 e 43, em consequência de oscilações
da latência da rede de comunicações de dados utilizada.
Portanto, pode-se inferir que no mínimo é esperado que uma consulta levará 248 milisse-
gundos para compor uma única resposta que contenha um registro. Desse modo, uma consulta
pode apresentar tempos diferentes a depender de cada requisição, visto que a consulta não
necessariamente deve ter somente uma tabela que possua um único registro. Consequentemente,
pode aumentar o tempo de resposta da consulta.
Figura 26 – Tempo Requisição-Resposta.
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Tendo como base o tempo médio apresentado na Figura 26, pode-se observar que a
resposta de uma consulta pode variar de forma significativa, a depender da sua complexidade.
Conforme pode ser observado, as consultas apresentam tempos de respostas diferentes uma das
outras, visto que o grau de complexidade e o número de tabelas consultadas variam. Portanto,
é necessário o envio de diferentes pacotes na rede para uma mesma requisição, resultando em
tempos de respostas diferentes.
Figura 27 – Tempo Consulta-Resposta.
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Fonte – Autora (2019).
Desse modo, pode-se inferir quais são os tempos que cada consulta irá levar para ser
respondida e adequada ao arquivo JSON a partir de um Banco de Dados de um Software Público,
conforme descrito na Figura 27. Em questão, pode-se observar que a complexidade da consulta
influi diretamente no tempo de resposta. Considerando a consulta um e a consulta 35, nota-se
que há uma diferença considerável de tempo de resposta, isso se dá devido a necessidade de
realizar diferentes métodos GET e CREATE para a consulta 35, uma vez que esta possui 96
registros. Porém, em contraste com a consulta 35, a consulta 1 possui apenas 2 registros, em que
consequentemente levará menor quantidade de tempo uma vez que será necessário somente um
GET e um CREATE.
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5.5 Discussão das Questões de Validação das Métricas Utili-
zadas
A base da análise dos testes foi pautada em três questões de validação, que foram: questão
de validação 1 (tradução bem-sucedida na Seção 5.4.1), questão de validação 2 (detecção de
falhas na Seção 5.4.2) e questão de validação 3 (tempo na Seção 5.4.3). Do aspecto formal em
relação a essas questões, foram levantadas por meio das 35 consultas os pontos constantes entre
essas questões.
Quanto à questão de validação 1, pode-se inferir que houve uma taxa de sucesso de
97,14%, uma vez que somente uma consulta apresentou incorreção quanto à tradução. Desse
modo, observando especificamente este parâmetro e as configurações adotadas para a realização
deste teste, conclui-se que o Framework Smart e-PING apresentou resultado "muito bom" nas
"tentativas de sucesso na tradução dos dados". Esses resultados foram baseados segundo os
critérios da Tabela 6 na Seção 5.2.
De forma análoga, observando a questão de validação 2, espera-se que haja valor de
erro maior que 0%. Uma vez que as questões de validação 1 e 2 são complementares. Ou seja,
a incompletude da não observância da margem de 100% da questão de validação 1, implica a
presença de erro na questão de validação 2, como foi observado na Figura 23. Desse modo, pode-
se classificar dentro dos parâmetros definidos na questão de validação 2 que o Framework Smart
e-PING apresentou resultados "muito bom", com margem de erro de 2,85%. Esses resultados
foram baseados segundo os critérios da Tabela 7 na Seção 5.2.
Por fim, a questão de validação 3 buscou apresentar um panorama quanto ao tempo
gasto em uma consulta. Desse modo, observou-se que o tempo médio de cada iteração é de 248
milissegundos. Por conseguinte, a depender do número de registros de uma determinada tabela,
o tempo despendido para efetuar uma resposta vai crescer basicamente de forma proporcional.
Então, em observância aos testes realizados e as questões de validação que foram
levantadas, pode-se observar que o Framework Smart e-PING apresenta, dentro desses condicio-
namentos, os resultados que atendem o objetivo da validação proposto neste trabalho, apesar de
existirem pontos que podem ser aperfeiçoados. A seguir serão detalhados esses aperfeiçoamentos,
bem como as dificuldades e limitações encontradas durante a validação.
5.6 Limitações e Dificuldades da Validação
No decorrer desta validação, algumas limitações foram encontradas:
a) Devido aos critérios de gerenciamento de redes que a UFS possui, por questões de se-
gurança, a rede da UFS não permite a utilização do IP do ORION. Desse modo, como
alternativa foi realizado o uso de uma máquina própria voltada para este propósito.
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b) Devido a problemas nas máquinas da UFS, não foi possível utilizar o Aedes Tracker, uma
vez que o servidor em que se encontrava o Aedes Tracker foi formatado sem prévio aviso.
Desse modo, como alternativa foi validado com IP do ORION disponibilizado por um
aluno para realizar testes. Portanto, qualquer aplicação seja Aedes Tracker ou qualquer
outra aplicação, pode realizar a interoperabilidade de dados.
c) Durante a validação identificou-se falhas ao realizar uma requisição ao ORION contendo
“strings” com caracteres especiais, como “(”, “)”, “<”, ”>”. A solução deste erro não foi
identificada nas pesquisas referentes nem ao ORION e nem ao JSON. Ademais, não foram
encontradas soluções deste erro em páginas Web. Desse modo, optou-se por substituir
estes caracteres por seus valores hexadecimais da tabela ASCII. Porém, não é possível
utilizar um número hexadecimal, pois ao fazer isto o receptor da informação entenderia
que este número poderia fazer parte do contexto (o que não é verdade). Portanto, decidiu-se
padronizar a substituição de um caractere, para que as aplicações externas que recebam a
informação possam retomar o valor original do hexadecimal, ficando da seguinte forma a
substituição:
a) “string” original: “Valor de um (”.
b) “string” substituída: “Valor de um .&28.”
5.7 Ameaças à Validade
Por mais que se planeje e conduza, em uma validação sempre haverá ameaças à validade
(WOHLIN et al., 2012). Ao final da execução desta validação foram detectadas algumas ameaças
à validade:
a) Validade interna: como a validação foi realizada pelos autores, pode-se ter introduzido
viés na seleção das métricas. Para mitigar esse tipo de problema, o processo de seleção foi
revisado por três pesquisadores mais experientes, sendo dois doutores e um mestre, ambos
em computação.
b) Validade externa: como a validação foi realizada pelos autores, pode-se influenciar os
resultados da validação. Para mitigar esse tipo de problema, a validação foi realizada
conforme as métricas definidas pela norma ISO/IEC 25010.
c) Validade de conclusão: possibilidade de ter ocorrido viés no processo de análise de dados,
pelos autores. Para mitigar esse tipo de problema, a análise dos dados foi revisada por outro
pesquisador mais experiente. Outra ameaça referente aos resultados é a realização da aná-
lise de dados, que ocorreu em uma única máquina evitando que alterações e configurações
computacionais comprometessem os valores coletados na validação.
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Conclusão
Neste capítulo é apresentada a conclusão desta dissertação, juntamente com os objetivos,
metodologia utilizada, limitações dos resultados e os trabalhos que podem dar continuidade a
esta pesquisa.
O Governo Eletrônico Brasileiro (GEB) aplicado ao Governo Federal Brasileiro vem
envolvendo o uso de tecnologias para prestar serviços ao público com objetivo de melhorar a
prestação desses serviços e reforçar o envolvimento dos cidadãos nos serviços públicos. Para
aprimorar esses serviços, o GEB abrange a integração dos sistemas heterogêneos para reduzir
o acesso a múltiplos órgãos do governo a fim de obter um único serviço, facilitando o acesso
do cidadão aos serviços públicos. Portanto, o GEB criou um padrão de interoperabilidade
denominado e-PING para oferecer esses serviços.
Além dessa iniciativa, o GEB está no processo de construção de Cidades Inteligentes,
obtendo maior eficiência nas atividades dos Governos Federais que envolvem a gestão das
cidades. Nesse sentido, surgem iniciativas governamentais com o intuito de tornar as cidades
mais inteligentes.
Dessa forma, uma plataforma para Cidades Inteligentes auxilia a criação e a integração de
aplicações desenvolvidas para Cidades Inteligentes. Diante dessa situação, para integrar sistemas
heterogêneos é necessário utilizar um elemento mediador como um middleware. O middleware
mais utilizado e citado foi a plataforma aberta FIWARE.
Dessa forma, o objetivo deste trabalho foi desenvolver o Framework Smart e-PING,
que permitisse a interoperabilidade entre um Software Público que adere ao uso da e-PING e a
plataforma FIWARE. A justificativa para a realização deste trabalho se deu pela necessidade da
integração dos recursos de Cidades Inteligentes, facilitando o uso da plataforma para os usuários
da e-PING. Portanto, os usuários não necessitarão de um prévio conhecimento da FIWARE,
resta somente entender a interface do Framework Smart e-PING para efetuar o seu uso.
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Como forma de cumprir o objetivo deste trabalho, foi estabelecida uma metodologia de
pesquisa, que consistiu em oito atividades, que delimitaram o problema proposto. Vale destacar
que houve a validação do Framework Smart e-PING que se tratou de uma das atividades que
contemplaram a pesquisa.
Pode-se observar que o objetivo final foi parcialmente alcançado, por meio da junção
dos três objetivos: (1) Investigar por meio de uma revisão sistemática a utilização de outras
plataformas de IoT abertas voltadas para Cidades Inteligentes. Esse objetivo buscou identificar
plataformas que foram utilizadas com maior frequência no desenvolvimento de aplicações IoT
ou em CI, conforme descrito no Capítulo 3. E conforme descrito neste capítulo, foram analisadas
essas plataformas comparando cada uma delas com os requisitos de middleware (apresentados
na Seção 2.6 do Capítulo 2). Portanto, concluiu-se que a FIWARE atende todos os requisitos
levantados.
(2) Desenvolver um Framework interoperável entre um Software Público e a plataforma
FIWARE. Este objetivo foi descrito no Capítulo 4, porém foi parcialmente atendido, devido às
dificuldades e ausência de tempo descritas na Seção 6.1. Para o desenvolvimento do Framework
Smart e-PING, a sua estratégia de comunicação foi dividida em duas etapas complementares. A
primeira etapa consistiu na interoperabilidade do Software Público para a plataforma FIWARE.
Enfim, a segunda etapa consistiu na interoperabilidade da plataforma FIWARE para o Software
Público.
Por fim, (3) Validar o Framework Smart e-PING por meio da execução de um processo
real de um Software Público que adere ao e-PING com a plataforma FIWARE, conforme
apresentado na Seção 5. Essa validação teve como finalidade analisar a interoperabilidade
proposta do Framework Smart e-PING, com objetivo de obter conclusões importantes a partir
dos 35 testes realizados. Portanto, esses testes analisados conseguiram avaliar positivamente a
proposta do Framework Smart e-PING.
À vista disso, a pergunta-chave que foi definida no Capítulo 1, para direcionar a pesquisa
é respondida: Como fornecer a interoperabilidade entre um Software Público baseado no
padrão e-PING com a plataforma FIWARE? Para fornecer essa interoperabilidade é necessá-
rio utilizar um elemento mediador, chamado middleware, capaz de acessar/mediar tecnologias
distintas passando a se comunicar independente de protocolos, sistemas operacionais, dentre ou-
tros. Outrossim, um middleware suporta arquiteturas por meio de métodos orientados a processos,
permitindo que dados possam ser movidos de uma aplicação para outra.
Dessa maneira, também é possível responder a hipótese apresentada no Capítulo 1. Uma
hipótese nula H0 é apresentada e testada "Utilizando o Framework Smart e-PING, não será
possível a interoperabilidade entre um Software Público que adere ao e-PING e a plataforma
FIWARE". Caso sejam encontrados resultados diferentes, deve-se rejeitar a hipótese nula H0
e aceitar a hipótese alternativa H1 "Utilizando o Framework Smart e-PING, será possível
a interoperabilidade entre entre um Software Público que adere ao e-PING e a plataforma
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FIWARE". Portanto, é possível realizar a interoperabilidade por meio do Framework Smart
e-PING. Logo, conclui-se que deve rejeitar a hipótese nula.
Este trabalho visou de fato integrar um Software Público que adere ao e-PING e a
plataforma FIWARE, por meio do Framework Smart e-PING. Por conseguinte, Framework Smart
e-PING auxilia ao GEB a poupar esforços e tempo, não necessitando de prévio conhecimento da
FIWARE, entendendo somente a interface do Framework Smart e-PING para efetuar o seu uso.
Ademais, o Framework Smart e-PING otimiza e melhora os seus serviços públicos por meio
de soluções inteligentes e a reutilização de recursos inteligentes. Portanto, o Framework Smart
e-PING permite a integração e facilita o uso da plataforma aberta FIWARE para as organizações
que já utilizam a Arquitetura com Padrões de Interoperabilidade do Governo Brasileiro (e-PING).
Vale ainda ressaltar que um artigo científico proveniente do início deste trabalho, foi
premiado como o segundo melhor artigo da trilha WPOS no ERBASE 2017 (Anexo A).
Por fim, com relação a essa pesquisa, pretende-se, com este trabalho, ampliar e diversificar
o conjunto de poucos trabalhos existentes no assunto. Outrossim, colaborar para o avanço de
novas aplicações na área do Governo Eletrônico Brasileiro e Cidades Inteligentes.
6.1 Dificuldades e Limitações
No decorrer deste trabalho, algumas dificuldades e limitações foram encontradas. Devido
à necessidade de proteção das suas informações, as organizações apesar de fazer uso de Softwares
Públicos que aderem ao e-PING, não disponibilizaram o acesso de fato aos seus Bancos de
Dados. Todavia, para a realização da validação foi necessário utilizar a Base de Dados de testes
disponibilizado pelo GPWeb, no portal do Software Público.
Devido à manutenção da FIWARE, houve problema de disponibilidade de vinte dias.
Durante esse período, não foi possível efetuar testes e consequentemente, proporcionou atrasos
em relação ao cronograma desta dissertação.
Devido aos problemas que surgiram durante a implementação deste trabalho, não houve
tempo hábil para realizar a implementação das triggers. Portanto, esta implementação ficará
como trabalhos futuros. Com a implementação dessas triggers tanto as aplicações que utilizam
um Software Público quanto as aplicações FIWARE poderão interagir com os dados em tempo
real, devido ao Framework Smart e-PING.
Implementar triggers para a realização das atualizações das informações em tempo real
tanto na base ORION quanto na Base de Dados do Software Público. Com essa implementação
tanto as aplicações que utilizam um Software Público quanto às aplicações FIWARE poderão
interagir com os dados em tempo real, sem quaisquer alterações no código fonte, devido ao
Framework Smart e-PING.
Por fim, houve outra dificuldade em encontrar trabalhos relacionados na literatura, com a
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proposta de um Framework similar ao Framework Smart e-PING. A construção do Framework
Smart e-PING, neste aspecto, foi inovadora. E esta inovação já traz consigo uma contribuição
para novos estudos na área.
6.2 Trabalhos Futuros
Nesta seção são apresentadas sugestões de melhorias e continuidade para os trabalhos
futuros, que podem dar sequência a este trabalho. São elas:
Só explicar que existem alguns pontos a serem melhorados assim como podem ser
adicionadas novas funcionalidades
a) Implementar a interoperabilidade do ORION para o Software Público. Com essa imple-
mentação um usuário por meio do aplicativo externo, que utiliza a FIWARE, poderá
realizar inserções dos dados no Banco de Dados do Software Público. Portanto, ocorrerá a
interoperabilidade bilateral.
b) Implementar novos módulos para que o Framework Smart e-PING possa ser utilizado por
todos os bancos de dados. Com essa implementação qualquer Software Público que estiver
utilizando outro Banco de Dados que não seja o MySQL, pode realizar a interoperabilidade
de seu Software Público com a plataforma FIWARE.
c) Implementar triggers para a realização das atualizações das informações em tempo real
tanto na base ORION quanto na Base de Dados do Software Público. Com essa implemen-
tação tanto as aplicações que utilizam um Software Público quanto às aplicações FIWARE
poderão interagir com os dados em tempo real, sem quaisquer alterações no código fonte,
devido ao Framework Smart e-PING.
d) Validar a interoperabilidade do Framework Smart e-PING em um(a) máquina/servidor
com configurações superiores ao que foi apresentado no Capítulo 5. Com essa validação,
pretende-se verificar que o Framework Smart e-PING poderá gerar resultados ainda
melhores.
e) Validar a usabilidade do Framework Smart e-PING. Com essa validação, pretende-se
verificar a capacidade de utilização do framework e medida do esforço necessário para que
o Framework Smart e-PING possa ser utilizado dentro de suas prescrições.
f) Inserir o Framework Smart e-PING em um domínio de governo eletrônico na FIWARE,
ou seja, disponibilizar habilitadores genéricos para governo eletrônico na plataforma
FIWARE. Com essa inserção, os governos eletrônicos de diferentes países poderão integrar
automaticamente suas plataformas. Porém, para inserir um domínio de governo eletrônico
na FIWARE, o Governo Eletrônico Brasileiro tem que entrar em contato com o serviço da
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FIWARE. A FIWARE irá informar uma série de requisitos de servidores e instalações a
serem cumpridos. Logo após, o Governo Eletrônico Brasileiro precisará apresentar todos
esses requisitos para poder entrar no domínio da FIWARE.
g) Utilização de dados abertos em colaboração com o Framework Smart e-PING. Com
essa colaboração, os cidadãos de uma determinada sociedade saberão o que seu governo
está fazendo, tornando-se transparente. Diante disso, qualquer usuário poderá acessar
livremente os dados e as informações do governo e compartilhá-las com outros cidadãos.
6.3 Publicações Relacionadas à Dissertação
Nesta seção são apresentadas as contribuições relacionadas a dissertação.
6.3.1 Artigos Aprovados
a) Public ICT Governance: A Quasi-systematic Review - In Proceedings of the 19th Interna-
tional Conference on Enterprise Information Systems (ICEIS), Volume 2, Porto, Portugal,
April 26-29, 2017 - Qualis B11.
b) Proposta de Interoperabilidade da e-PING para Cidades Inteligentes Utilizando a FIWARE.
Erbase 2017 - WPOS2 - Possível publicação em revista B3. - Artigo científico proveniente
do início deste trabalho e foi premiado como o segundo melhor artigo da trilha WPOS
(Anexo A).
6.3.2 Artigo Submetido
a) Smart e-PING: Framework de Interoperabilidade da Arquitetura com a Plataforma FIWARE
para o uso em Cidades Inteligentes. Submetido para Revista Isys3 - Qualis B3.
1 Disponível em: <https://www.scitepress.org/papers/2017/63146/63146.pdf>.
2 Disponível em: <encurtador.com.br/xDI35>.
3 Disponível em: <http://www.seer.unirio.br/index.php/isys/>.
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APÊNDICE A – Instalando e
Configurando o Framework Smart e-PING
A.1 Introdução
Para realizar a configuração do Framework Smart e-PING, primeiro será necessário que o
usuário tenha previamente instalados na máquina o PHP 5, o MySQL 5 e o Servidor Apache 2 ou
equivalente. Caso o usuário não tenha os aplicativos, elencados acima, já instalados é necessário
realizar o download do XAMPP. O XAMPP irá instalar automaticamente o PHP 5, o MySQL 5
e o Servidor Apache 2.
Os requisitos que se aplicam a instalação são:
Requisitos de Hardware
Hardware Requisitos
Processador mínimo
Processador recomendado
Intel Core i3-5000U 2.00 GHz - 5ª Geração, 64 bits
Intel Core i7-3770 3.40 GHz - 7ª Geração, 64 bits
Memória mínima
Memória recomendada
4 Gb
8 Gb
Espaço em disco mínimo
Espaço em disco recomendado
20 Mb
50 Mb
Outros Hardwares Mouse e Teclado
Requisitos de Software
Sistema Operacional
Linux (diversos), Windows (diversos)
Todos que possibilitem a instalação do XAMPP
Banco de Dados MySQL 5.5 (ou versão superior)
Servidor de Aplicação
Apache 2.2
PHP 5.3
Navegador Web
Firefox, Safari, Chrome, Opera, Internet Explorer
Atualizados na última versão disponível
Fonte – Autora (2019).
A.2 Como Instalar
A seguir, é ilustrado como instalar o Framework Smart e-PING utilizando o servidor
XAMPP no Windows. No entanto, os passos em outros servidores são semelhantes.
a) Passo 1: realize o download dos arquivos do Framework Smart e-PING, disponível no
endereço eletrônico <https://github.com/ThauaneDcomp/e-smart>.
APÊNDICE A. Instalando e Configurando o Framework Smart e-PING 124
b) Passo 2: efetue o download do XAMPP, no endereço eletrônico <https://bit.ly/1JqFvzq>.
Em seguida, instale o servidor XAMPP. Caso, já tenha instalado o XAMPP, pule para o
passo 3.
c) Passo 3: após instalar o XAMPP, copie os arquivos, baixados no Passo 1, na pasta
“htdocs” do servidor XAMPP. Se estiver utilizando o Windows, a pasta encontra-se em
“X:\xampp\htdocs”, conforme apresentado na Figura 28. Caso esteja utilizando o Linux,
em geral, a pasta encontra-se em “/opt/lampp/htdocs”.
Figura 28 – Copiando os arquivos para o servidor XAMPP.
Fonte – Autora (2019).
d) Passo 4: inicie o servidor XAMPP, clicando duas vezes em seu arquivo “.exe” ou “.sh”.
Em seguida, inicie os serviços Apache e MySQL clicando nos botões “start” contido no
painel principal do XAMPP, conforme apresentado na Figura 29.
Figura 29 – Iniciando o servidor XAMPP.
Fonte – Autora (2019).
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Note que o XAMPP terá como padrão as portas 80, para o serviço apache e porta 3306
para o serviço MySQL, conforme apresentado na Figura 30.
Figura 30 – Iniciando o servidor XAMPP.
Fonte – Autora (2019).
e) Passo 5: Caso o XAMPP tenha realizado mudanças nas portas padrões dos seus serviços,
basta mudar a porta, no Passo 3, e funcionará normalmente. Após o início dos serviços,
utilizando qualquer navegador Web acesse a URL: “<http://localhost/smart_e-ping-2/
public/>”.
Seguindo estes passos, ao acessar a URL descrita no Passo 5 será exibida uma tela inicial
do Framework Smart e-PING (conforme apresentado na Figura 10 na Seção 4.1 do Capítulo 4).
Portanto, a ferramenta está configurada corretamente e pronta para realizar interoperabilidade
entre o Software Público e a plataforma FIWARE.
Anexos
127
ANEXO A – Premiação
 
 
 
CERTIFICADO 
Certificamos que o trabalho Proposta de Interoperabilidade do E-Ping para Cidades Inteligentes 
Utilizando o FIWARE dos autores Thauane Moura Garcia, Gilton José Ferreira da Silva, Rogério P. C. do 
Nascimento obteve premiação de Menção Honrosa no Workshop de Trabalhos de Pós-Graduação da 
XVII Escola Regional de Computação Bahia, Alagoas e Sergipe – ERBASE 2017, promovida pela Sociedade 
Brasileira de Computação e realizada pela Universidade Federal do Recôncavo da Bahia, em Cruz das 
Almas - BA, entre os dias 30 de agosto e 01 de setembro de 2017.  
 
__________________________________ 
Luiz Carlos Simões Soares Júnior 
Coord. Geral do ERBASE 2017  
 
__________________________________ 
Geydison Gonzaga Demetino 
Coord. Geral do ERBASE 2017 
