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11 est évident qu'à côté de l'inf ormotique locolisée, constituée 
d'installations indépendantes, lo place de l'inf ormotique répartie, 
c'est-à-dire des ensembles de systèmes inf ormotiques distribués, sera de 
plus en plus importonte. Lo coopérotion entre les équipements et systèmes 
interconnectés est régie par des règles, appelées protocoles, que choque 
équipement doit respecter pour pouvoir collaborer avec les outres. 
Cet objectif d'interconnexion entre équipements hétérogènes ne sera 
atteint que por une normolisotion internotionole des protocoles qui 
constitue, por ailleurs, un processus très lent. En effet, olors que le 
comité de l'ISO (lnternotionol Standards Orgonizotion) chargé de 10 
production de ces stondords 0 tenu so première conférence en 1978, il 6 
follu ottendre 1981 0v0nt de voir publier les premiers projets de 
standards, en l'occurrence le 015_7498 (Droft lnternotionol Stondord), qui 
forment ce que l'on appelle plus couramment le modèle de référence à sept 
couches. De plus, ce n'est seulement qu'en octobre 1984 que 10 version 
définitive (1'1SO_7498) 0 été approuvée por l'ensemble des membres de 
1'1SO. Actuellement, on peut noter qu'une préoccupotion générale se 
monif este pour ce sujet. Cel0 se tr0duit p0r de gronds efforts dons le 
développement et 10 mise ou point de nouveoux stondords internotionoux. 
Cependont, toute cette activité risque d'être inefficiente et le terme 
·stondord· pourrait perdre toute so signihcotion si les implémentotions de 
protocoles ne sont pas élaborées conformément aux standards. Ainsi 1'1SO 
se concentre sur 10 production des st0nd0rds et non pos sur les produits 
qui pourroient en être déduits. Ce •désintéressement· de l'ISO vis à vis de 
10 conformité o f oit en sorte que le problème de conformité n'o pos obtenu, 
dès son origine, l'attention qu'il mérit0it. 
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Ce n'est que depuis 1980 qu'est opporu le désir de traiter ce problème 
6 port entière, ou même titre que celui de ln stondordisotion. Ainsi, ~ès 
cette dote et dons différents pnys, des recherches ont été entnmées et 
sont poursui Yi es en ce moment dons ce domoi ne. 
Ces recherches se concentrent principnlement sur les deux sujets 
suivants : lo définition de lo conformité et les méthodes permettant 
d'établir ln conformité 6 un standard. De nombreux utilisateurs réclament 
en effet des produits conf ormes o ces stnndnrds, tondis que ln plupnrt des 
f oumisseurs oimeroient pouvoir garantir la qualité des produits qu'ils leur 
offrent. c·est pourquoi, on constate un intérêt croissnnt pour ln mise en 
plnce de centres susceptibles de vérifier ln conformité d'une 
implémentation por ropport 6 un standard. De tels centres, utiles tant oux 
futurs utilisateurs qu·nux réalisateurs de protocoles, devraient permettre 
d'nrriver o un emploi efficnce des normes édictées pnr les orgnnismes 
internationaux de standardisation. Bien que les tests d'une implémentntion 
ne puissent démontrer l'absence complète d'erreurs, l'utilisation d'une 
méthodologie certifiée permettrn d'ntteindre un hnut degré de finbilité 
dons l'interconnexion des systèmes. 
11 est bon de f nire remorquer que les tests de conformité ne suffisent 
pos avant lo mise en oeuvre d'une implémentation sur un site. Les 
implémentations doivent aussi être testées dons le but de vérifier si elles 
sntisf ont nux exigences de leurs futurs utilisnteurs. Ainsi, l'étendue des 
options offertes por l'implémentation, ses performances (rapidité dons 
l'établissement d'une connexion avec un partenaire, vitesse 
d'ncheminement des données o celui-ci, etc . ..) et sn robustesse 
(résistance aux erreurs) doivent être déterminées au moyen de mesures 
appropriées. La combinaison de tests de conformité et de ces mesures 
constituent l'évnluntion d'une implémentntion. Toutefois, dons ce trnvnil, 
seuls les tests de conformité seront abordés. 
Nous commencerons pnr rnppeler brièvement les principes de la 
normalisation dès sept couches proposée par 1'150 (chnpitre 2) et nous 
situerons, dons le contexte du développement d'un système de 
communicntion, le problème de vérificntion de conformité d'une 
implémentation (chapitre 3). 
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Le chnpitre 4 comportera une étude des différentes approches 
(centralisées et décentralisées) possibles pour la vérification de 
conformité d'une implémentntion d'un protocole de haut niveau (couches 4, 
5, 6 et 7) et détnillera les méthodes de test développées pnr certains 
orgnnismes pionniers dans la recherche (NBS, NPL, Bull, GMD et ADI). 
Le chapitre 5 contiendra une comparai son de ces di verses méthodes 
ainsi qu'une proposition d'architecture. 
Qunnt ou chapitre 6, il sero consacré aux architectures de test 
permettant d'étoblir lo conformité d'une implémentation d'un protocole de 
bas nivenu (couches 2 et 3). 
Le chapitre 7 permettrn au lecteur de se rendre compte de la manière 
dont les scénarios de test sont obtenus sur de telles architectures. 
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2.1.1 Vue d"ensemble 
Dons le but d'interconnecter les systèmes inf ormotiques fournis por 
différents constructeurs, 1'150 (International Organization for 
Standardization) a défini un ensemble de stondords internotionoux pour 
permettre à ces différents systèmes de colloborer dons le but de réoliser 
le transfert d'inf ormotions. Cet ensemble de stondords constitue le 
modèle de référence pour l'interconnexion de systèmes ouverts, oppe1é 
051 (Open System lnterconnection). 
Por systèmes ouverts, on entend ainsi les systèmes utihsont de 
tels stondords, étont donné que chacun de ces systèmes est ·ouvert· 
vis-à-vis des autres pour l'échonge d'inf ormotions dons 18 poursuite de 
tâches communes distribuées. Aussi, l'ouverture des systèmes repose non 
pos sur une implémentation porticulière ou sur des moyens 
d'interconnexion spéciaux, mais bien sur 1a reconnaissance mutue11e et la 
mise en oeuvre de ces stondords internotionoux. 
Le modèle OSI, proposé por ISO, est occepté par 1o p1uport des 
constructeurs et outres organisations internationales dont les octivités 
sont orientées vers l'interconnexion des différents systèmes, à savoir 
1'ECt1A (European Computer t1anufacturers Association), 1e CCITT 
(Comité Consultatif International pour la Télégraphie et la 
Téléphonie) et l'ANSI (American National Standards lnstitute). 
Ce modèle est également appelé ·modèle des 7 couches· ; dons ce 
qui suit, nous o11ons en ono1yser les principales caractéristiques. 
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2.1.2. Concepts de base d"une architecture en couches 
Dons le but de définir le comportement externe d'un système ouvert, 
le modèle de référence de 1'IS0 présente une vue logique des systèmes 
interconnectés qui est oppelée ·orchitecture de l'interconnexion des 
systèmes ouverts·. Lo technique de structuration de bose oppliquée dons 
cet te orchi lecture est 1 o di vision en couches. Se 1 on cet te opproche une 
structure complexe est portitionnée en un nombre de couches 
fonctionnelles indépendontes. 
Selon cette technique, choque système est vu comme étont composé 
d'un ensemble de sous-systèmes, eux-mêmes constitués d'une ou 
plusieurs entités. 
Les sous-systèmes de même rong forment lo couche-(N) de 
l'orchitecture. Les entités existent ou niveou de choque couche, et les 
entités de systèmes différents figurant dons une même couche sont 
oppelées entités pair-es. 
Appelons por lo suite entité-(N) une entité se trouvont dons la 
couche-(N) et entité-(N+ 1) une entité se trouvont dons la couche 
supérieure. Lo couche lo plus houte n·o pos de couche-(N+ 1) ou-dessus 
d'elle ; de même, la couche la plus bosse n·o pas de couche-(N-1) 
en-dessous d'elle. 
A l'exception de la couche la plus haute, chaque couche-(N) fournit aux 
entités de la couche-(N+ 1) un service de nive1:m-(N), noté ser-vice-(N). 
Les services d'une couche-(N) sont fournis i, lo couche supérieure en 
réalisant un ensemble de fonctions définies dans lo couche-(N) et en 
utilisont les services disponibles de la couche-(N-1). Une entité peut 
disposer des services d'une (ou plusieurs) entité(s) de la couche inférieure 
ou moyen de points d'occès au service, notés SAP (service acces point), 
comme le montre lo figure 2.1. 
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senice-tN) 
cooche-(N) 
H1ure 2.1 : entité et point d'eetès 8U service. 
Un SAP est donc le moyen d·accès par leQuel deux ent1tés appartenant 
à des couches adjacentes communiquent. Notons SAP-(N) le SAP Qui 
permet à une entité-(N+ 1) de disposer du service fourni par une entité-(N). 
Deux entités appartenant à des couches adjacentes communiQuent 
entre elles en respectant des règles précises matérialisées par un 
ensemble de primitives appelé Interface. Pour une entHé-(N), on 
distingue : 
- son interface vers le haut (interface-(N)) via laQuelle elle foum1t 
ses services à rentité-(N+ 1) ; 
- son interface vers le bas (interf ace-(N-1)) via laQuelle elle 
accède aux serv1ces de rentité-(N-1). 
La figure 2.2 représente les interfaces associées à une entité-(N). 
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entité-(N+ 1 l 
interf ace-(N) SRP-(N) seruice-(N) 
entité-(N) 
SRP-(N-1) 
interf ace-(N-1) seruice-(N-1) 
entité-(N-1) 
Figure 2.2 : entité, seruice et interface. 
Les inf ormotions que l'entité-(N+ 1) désire faire parvenir à son entité 
poire sont communiquées à l'entité-(N) au moyen d'unités de données de 
service, notées SDU-(N) (service data unit). 
Comme le montre la figure 2.3, la coopération entre les entités-(N) 
poires d'une même couche est régie par un protocole-(N). Un 
protocole-(N) est un ensemble de règles et de f ormots (sém,mtiques et 
syntaxiques) selon lesquels des informations de contrôle du protocole-(N) 
et les unités de données du service-(N) sont échangées entre des 
entités-(N) dons l'accomplissement des fonctions propres à la couche-(N). 
L'unité de communication entre deux entités poires est appelé •élément 
de protocole· (PDU, Protocol Dota Unit) . Celui-ci contient généralement 
deux port i es, à sovoi r les données à transmettre et les i nf ormot ions de 
contrôle. Un protocole de bout-en-bout est un protocole qui permet un 
transfert de données, transparent (en ce qui concerne le nombre de noeuds 
intermédiaires, réseaux ou sous-réseaux impliqués) pour les systèmes 
terminaux qui utilisent ce protocole. Les protocoles definis pour les 
couches 4,5,6 et 7 sont des protocoles de bout-en-bout. 
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8pplic8tion 8pplit8tion 
présentation présentation 
session session 
interface 
protocole 
transport transport 
interface 
* 
réseau réseau 
* * liaison de _.. - liaison de données ... - données 
* * 
physique! .... • .-----~•.-.! physique 
Figure 2.3 : les sept couches de l'ISO. 
couche ~ 
Le modèle de référence OSI possède une architecture constituée de 
sept couches et est représenté à lo figure 2.3. Nous allons décrire 
brièvement les f onctionnahtés de chacune de ces couches, en commençant 
par la couche lo plus haute de l'architecture. 
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2.2.1. LB couche 8pplic8tion 
En tont que couche lo plus élevée, lo couche opplication f oumit des 
services aux utilisoteurs de l'environnement IS0/0S1, et non plus o une 
couche supérieure. Tous les paramètres dont la détermination relève de 
l'utilisoteur, lors de l'étoblissement de choque communicotion, sont 
notifiés n l'environnement de l'IS0/0S1 via lo couche d'applicotion. Cette 
couche fonctionne selon un protocole de bout-en-bout. (11 en est de même 
pour les couches inférieures jusque et y compris lo couche tronsport) 
2.2.2. Ln couche présentation 
Le but de lo couche présentotion est de délivrer les inf ormotions oux 
entités d'application de f oçon o ce que leur significotion soit préservée 
tout en opportont une solution (grâce notomment â une tronsformotion de 
données ou â un f ormotoge de celles-ci) oux problèmes créés por les 
différences de syntoxe. 
2.2.3. LB couche session 
Le but de lo couche session est de f oumir les moyens nécessoires â 
des entités de présentotion qui coopèrent pour orgoniser et synchroniser 
leur dialogue et pour contrôler leur échonge d'informations. A cette fin, la 
couche session offre des services permettont d'étoblir une connexion de 
session entre deux entités de présentotion. 
Pour ossurer le tronsf ert de données entre entités de présentation, lo 
connexion de session utilise les services de lo couche tronsport. 
2.2.4. Ln couche transport 
Lo couche tronsport o pour rôle de f oumir un service de tronsport en 
ossociation ovec les services sous-jocents assurés por les couches 
inférieures. Le service de tronsport ossure un tronsf ert tronsporent de 
données entre entités de session. Il déchorge les entités de session de 
tous détails de mise en oeuvre du tnmsfert de données entre elles, de 
f oçon fioble et économique. Ce service doit égolement optimiser l'emploi 
des services de communicotion disponibles de lo couche réseou ofin 
d'obtenir, de la manière la plus économique, les perf ormonces demandées 
pour choque connexion entre entités de session. 
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2.2.5. Ln couche r-éseeu 
La couche réseau fournit les procédures et moyens fonctionnels 
nécessaires â l'échange d'unités de données du service de réseau entre 
deux entités de transport, y compris dans le cas où des noeuds 
intermédiaires sont impliqués. Ce service est fourni grâce â 
l'établissement, le maintien, la libération de connexions réseau et au 
transfert de données sur ces connexions. Elle décharge les entités de 
tnmsport de tout souci de routage et de commutation. 
2.2.6. Le couche liaison de données 
Les procédures de contrôle des liaisons de données détectent et 
corrigent, dons le mesure du possible, les erreurs pouvant se produire 
pendant la transmission physique. Le but de la couche liaison de données 
est de fournir des procédures et moyens fonctionnels nécessaires à 
l'établissement, le maintien et la libération d'une ou plusieurs liaisons de 
données exploitées lors du tronsf ert de données entre entités de réseau. 
2.2.7. Ln couche physique 
Lo couche physique fournit les procédures ainsi que les moyens 
mécaniques, électriques et fonctionnels nécessaires il l'établissement, ou 
maintien et â la libération des connexions physiques entre entités de 
liaison. 
Le lecteur désirant un complément d'inf ormotions sur la définition de 
ces couches pourra consulter [TAN] et [RFM]. 
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L'objectif de ce chopitre sera d'une port de montrer quel pourroit être 
un environnement globol de développement de protocoles et d'autre part de 
bien si tuer dons son ensemble ce qui sera développé dons le cadre de ce 
mémoire, o sovoir les techniques de réahsotion de tests et de génération 
automatique de séquences de test. Pour ce foire, il convient de bien 
distinguer les termes suivonts : 
- Outil : ce terme sero employé sous son occeptotion commune, o 
savoir un instrument dont on se sert pour réaliser un travail manuel ou 
automot i sé ; 
- t1éthode : une méthode définit lo manière dont on doit utiliser un 
outil pour arriver à un résultat donné; 
- Technique : ensemble d'outils et méthodes ; 
- Architecture : lo définition d'une orchitecture consiste en une 
description fonctionnelle de ses différents composants ainsi qu'en une 
onolyse des relotions existont entre ces différents composants. Un 
composant peut être défini comme un outil (logiciel ou matériel) réolisont 
une fonction déterminée ou sein de l'architecture. 
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L'orchitecture décrite o lo figure 3.1 illustre un enchoinement logique 
de différents outils pouvont être utilisés dons le cadre du développement 
et des tests d'un protocole. On peut distinguer dans celle-ci trois grandes 
phases : 
- la description et validation tonnelles du protocole qui 
regroupe différents outils visant o vérifier, via une modélisation du 
protocole, si les spécifications de celui-ci sont cohérentes ; 
- · 1a génération d"une implémentation qui regroupe un ensemble 
d'outils visont o f acihter et accélérer le processus de mise en oeuvre d'un 
protocole; 
- la réalisation de tests qui pourra comprendre des outils de gestion 
automatique de tests ainsi que des outils de génération 
automatique de séquences de test. 
L'ensemble de ces outils peuvent être intégrés en une architecture 
globale d'aide au développement de protocoles. Notons qu'il importe qu'une 
telle architecture soit suffisamment modulaire et paramètrable pour 
pouvoir s'adapter très rapidement o l'apparition de nouvelles 
spécifications. Compte tenu notomment de l'absence de normes bien 
établies pour les protocoles des couches supérieures (et justement en 
prévision de leur orrivée), ce critère de modularité est d'autant plus justifié. 
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PHASE 1 
Mi-• 11 jour 
.... , ..... 
PHASE 3 
PHASE 2 
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lœg g 
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lepré1e1tetion d'1n 11tll 
c==:> leprésentatio• d'une donnèe o• d'u• rèsultet 
Fi!• re 3.1 : en,ir11nenient gltltel tl'aide eu tléue11,penient 
de pr1toc1le1. 
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3.3. 1. outils de description et voJidetion formelles 
Les techniques de description (description du comportement réel du 
système) et de spécification (description du comportement attendu du 
système) formelles présentent vis-à-vis des techniques dites 
ïnformelles· basées sur une description en langue naturelle, deux 
avantages indéniables : 
- elles permettent de décrire de manière non ambiguë le 
comportement d'un système; 
- elles permettent une automatisation des processus d'analyse du 
protocole. 
Ces deux avantages font qu·un nombre croissant de langages de 
description et de spécification apparaissent sur le marché. 
Nombre d'entre eux sont basés sur le modèle d"automate è états 
fin1s (FSM : F1nHe State Mach1ne} qui semble particulièrement bien 
adapté pour décrire le comportement de systèmes de télécommunication. 
Ce modèle est défini en termes d'états (attente d'un message), de 
trans1t1ons (exécution d·un traHement), dïnputs (messages entnmts) et 
d'outputs (messages sortants). En fait, il est constitué d'un ensemble fini 
d'états reliés par des transitions. La survenance d'un événement provoque 
Je passage du système de l'état courant à un nouvel état. via une transttion 
(exécution de traitements et génération d'outputs). 
Parmi les langages proposés, trois sont définis par des organismes 
internationaux de normalisation: 
- SOL (Functionol Spécificotion ond Description Long11oge)est une 
méthode de représentation formalisée proposée par le CCITT ; 
- FOT (Formol Description Techniqlle). ESTELLE qui devraient être 
utilisés (notamment par le NEJS) pour décrire les protocoles ISO. 
11 existe également une autre famille de langages qui se base sur la 
logique temporelle (ex : LOTOS). 
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Quant â la validation de protocoles formalisés (aussi appelée 
vérificotion de protocoles), un gnmd nombre d'outils sont actuellement 
disponibles ; outils évidemment dépendonts de lo méthode de f ormolisotion 
utilisée. 
Por exemple, lo technique lo plus directe pour volider un protocole 
entre deux machines dont le comportement est décrit selon lo mé~hode FSM 
consiste en une exploration d"étets. Selon cette technique, un grophe 
d'occessibilité est construit ; grophe dont les noeuds représentent les 
états accessibles et dont les arcs correspondent aux transitions. On se 
réf ère ensuite â lo théorie des grophes pour déterminer les propriétés du 
grophe construit et un lien est étobli entre les propriétés de ce grophe et 
celles du protocole. Ainsi, par exemple, si l'on démontre que le graphe est 
fini (c'est-à-dire qu'il comporte un nombre fini d'ores), on est ossuré que 
le protocole vérifiero lo propriété de limitotion définie ci-oprès. Des 
théorèmes semblables existent pour d'autres propriétés d'un protocole que 
voudroit démontrer. 
Malgré la diversité des techniques de validation, on peut dégager une 
constante â savoir que, quels que soient les outils et méthodes utilisés, 
ils devront nécessoirement étoblir certoines propriétés crucioles du 
protocole. Ces propriétés définies en termes du modèle FSM sont les 
suivantes: 
- complétude : chaque état possible et chaque événement pouvant 
survenir sont modélisés ; 
- obsence d'imposse (deodlock) : il ne peut exister de sous-ensemble 
d'états tel qu'une fois atteint le système ne progresse plus et qu'il n'existe 
aucune transition permettant d'en sortir; 
- absence de cycle (livelock) : il ne peut exister d'input ou de séquence 
d'inputs qui se traduisent par un traitement infiniment répété sans qu'il 
n'y ait de progression du système ; 
- terminaison : quelle que soit la séquence d'inputs fournie, le 
système doit évoluer vers un état final déterminé ; 
- limitation : il ne peut exister aucun input ou séquence d'inputs qui 
soit mis éternellement en attente de traitement. Autrement dit, il doit 
être impossible de créer une file infinie de tâches. 
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Comme i 1 ne sen, p 1 us question de description et V61 i d6t ion forme 11 e 
de protocole par la suite, le lecteur qui souhoite obtenir d6vont6ge 
d'inform6tions sur le sujet pourrn not6mment consulter : Billi6rd {1983), 
Goudo ( 1985), Rofiq et Ansort ( 1983), Sunshine ( 1983) et [Z 1 O). 
3.3.2. Outils de génération automatique d"implémentations 
Une fois les spéclfic6tions vérifiées, on peut p6sser â 
l'implémentotion de celles-ci. Afin, d'une p6rt, de f ociliter 16 ré6lis6tion 
de cette phose et d'outre port, de diminuer le risque d'erreur, des 
techniques de générntion 6Utom6tique ont été et sont mises 6U point. 
Celles-ci reposent essentiellement sur un compiloteur qui, sur bose de 
spécificotions formelles, produit une implémentotion (ou plus exoctement 
une p6rtie de cette implémentation) d6ns un l6ngage de h1:1ut nive6u. Une 
telle tôche est rendue fort ordue por le f oit qu'une portie de 
l'implémentation repose nécessoirement sur diverses décisions notamment 
- 16 m6nière dont les couches sont implémentées : â titre d'exemple, 
elles peuvent l'être comme f oisont partie du système d'exploitation et dès 
lors être 6ccédées por des 1:1ppels systèmes ; oltemotivement, elles 
peuvent être implémentées comme des processus utilisateurs coopéronts 
ou comme des processus utilisoteurs séparés ou encore comme une 
combin6ison de ces méthodes ; 
- lo monière dont est traitée l'interoction entre couches : il savoir 
soit vi6 un 6ccès â un segment de mémoire p6rt6gé 6Vec d'6utres couches 
soit vio un mécanisme quelconque de communication inter-processus (por 
exemple vio le mécanisme des ·pipes· sur environnement UNIX, ou le 
mécanisme des ·queues· que l'on rencontre dons de nombreux systèmes 
d'exploit1:1tion); 
- lo manière dont sont structurées les données. 
Ces diverses décisions nécessitent des choix qui sont inéluctablement 
dépendonts du cadre et de l'environnement dons lesquels l'opplicotion est 
déve 1 oppée. 
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Cepend6nt, une bonne sép6rotion de ce qui dépend de 1'imp1ément6tion 
et de ce qui n'en dépend pos, oinsi qu'une bonne modulorisotion de 
J'orchitecture de 1'imp1ément6tion rendent possible 16 générotion 
outomotique d'une partie significative du codage de l'implémentation. 
Viendront s'odjoindre â celo un ensemble de primitives ·codées-moin· qui 
traduisent les choix opérés pour 16 p6rtie dépend6nte de 1'imp1ément6tion. 
A titre d'exemple, le NBS (Notionol Bureou of Standords) o développé 
une implément6tion du protocole de transport classe 4 comportont 4500 
lignes de code générées autom6tiquement et 5700 Hgnes ·codées-m6in· ce 
qui représente approximotivement 401 d'outomotisotion. Cette expérience 
o également montré que lo portie générée n'étoit pos plus importonte que 
si l'opérotion était réalisée monuellement. 
Ces implémentotions générées outomotiquement (ou semi-
outomotiquement) présentent un hout degré de fiobilité quont â leur 
respect des spécificotions ; c'est lo mi son pour laquelle elles sont porf ois 
utilisées comme constituont d'un système de test comme on le verro dons 
le codre de l'étude des architectures de test. 
Ce sujet n'étant plus abordé por 16 suite, le lecteur pourr6 obtenir 
d6vontoge d'inf orm6tions en consultant les références sui vont es : Blumer 
et Tenney ( 1982), Bochmrm ( 1982), Ansart et Chari ( 1983). 
3.3.3. Outils de test de conformité 
Préolablement â l'étude des techniques de tests de conformité, il est 
essentiel d'essayer de définir ce Que signifie la conformité d'une 
implémentotion vis-â-vis d'un stondord. 
Actuellement, toute définition reste subjective, chaque organisation 
définissant ses propres critères d'interprétation de ce que constitue lo 
conformité. Ce problème trouve son origine dons la monière dont sont 
définis les stond6rds (cfr RAVNER (1983 o)]. Ainsi, lo spécificotion d'un 
stondord pourra : 
- présenter certoines ambiguïtés : dès lors, sur quelles 
interprétotions boser 16 définition de lo conformité? ; 
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- mentionner diverses options : pour être conf orme, une 
implémentation doit-elle proposer l'ensemble des options et oinsi pouvoir 
répondre à toutes dem6ndes ? Une implémentBtion peut-elle être conforme 
si elle ne présente oucune option? ; 
- se référer i, d'autres stondords : lo conformité i, un protocole 
impose-t-elle d'être conf orme à l'ensemble des outres protocoles 
référencés dons ce protocole?. 
Lo subjectivité qu·entroînent ces divers ospects ne souroit être que 
nocive quont à lo crédibilité des tests qui sont menés. En effet, il est 
inconcevable que deux orgonisotions orrivent odes conclusions différentes 
lors du test d'une même implémentotion. 
Néanmoins, lo situotion actuelle pourrait être améliorée: 
- en essoyont d'éliminer les risques d'ombiguïté dons la définition des 
stondards notamment vio l'édition de normes formolisées; 
- en stondordisont les techniques de tests de conformité ; 
- en ossociont à chocun des stondords un ensemble reconnu de 
séquences de tests à utiliser pour vérifier la conformité. 
Dons l'ottente d'une telle situation, on diro qu'une implémentotion est 
conforme à une spécificntion de protocole si elle répond fidèlement oux 
principes f ondomentaux du protocole et aux options sélectionnées pour les 
ambiguïtés mentionnées ci-dessus. 
En partant de cette définition, diverses méthodes et orchitectures 
utilisées pour la réalisotion de tests de conformité seront présentées dans 
les chopitres 4 et 6. En particulier, les architectures suivantes seront 
étudiées : 
- orchitecture de type ·encodage/décodage· où une implémentation 
·oméliorée· permettont des demandes de service plus précises interagit 
avec l' équipement à tester; 
- architecture de type •générateur d"éléments de protocoles· 
dons laquelle aucune implémentotion de protocole n'est mise en 
correspondance avec l'implémentation à tester. Seul un généroteur 
susceptible de construire et analyser les éléments de protocole est requis; 
- architecture de type ïmplémentntion de référence· où une 
implémentation type du protocole interngit avec un équipement à tester en 
mettont en jeu le service offert ; 
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Une ottention toute porticulière sero occordée ou développement d'une 
architecture qui soit, 6utont que foire se peut, indépendonte du protocole o 
tester. Une étude comporotive de ces différentes orchitectures ess6y6nt 
d'isoler les 6Vtmt6ges de chocune d'entre elles ser6 proposée 6U chapitre 
5. 
3.3.4. Outils de génération automatique de séquence 
de test 
Une des sous-tâches princip6les â 16 ré61isotion de test pour une 
· implémentation de protocole consiste en 16 génération efficace de 
séquences de test. De telles séquences peuvent être définies comme 
étont un enchoinement d'événements-stimuli pour l'implémentotion â 
tester. Ces séquences, qui seront fournies 6U testeur, peuvent être 
produites soit monuellement soit outomotiquement sur bose des 
spécifications forme 11 es. 
Lo bonne réolisotion de cette ph6se peut ovoir une énorme influence 
sur 16 quolité des tests qui seront menés. En effet, il est inutile de 
disposer d'une très bonne orchitecture si les tests qui sont menés sur 
celle-ci sont mol définis. 
Etont donné toute 1'import6nce que peut revêtir le choix, 
l'ordonnancement,. .. et donc la génération automatique de séquences de 
test, ce thème sero obordé de monière plus opprof ondie dons le codre du 
chapitre 7. 
Les différents outils qui viennent d"être analysés peuvent être 
organisés pour définir rarchitecture globale de développement de 
protocoles, représentée la f1gure 3.1 . Tout en décrivant cette f1gure, cette 
section donne un résumé de ce qui a été dit précédemment sur chacun des 
outns pouvant être utilisés. 
La première phase consiste en la vérification des spécifications du 
protocole. on crée tout d"abord des spécif1cations formelles à partir des 
spécif1cat1ons édictées par les organismes 1nternat1onaux de 
standardisation OSO, CCITT, ECMA). Ces spécifications formelles, 
interprétables tant par rhomme que par la machine, constituent nnput 
d"un compilateur de spéc1f1cat1ons. 
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Ce compilateur produit un modèle (d'automates o états finis, par 
exemple) décrivant les mécanismes fondamentaux dérivés des 
spécifications. 
Ce modèle est alors tnmsmis o un analyseur dont le rôle est de 
déterminer (via une exploration d'états par exemple) si le protocole décrit 
par les spécifications formelles respecte bien les cinq critères de 
cohérence, à savoir la complétude, l'absence d'impasse, l'absence de cycle, 
la terminaison et la limitation. Si des erreurs sont détectées, les 
spécifications formelles sont modifiées en conséquence et vérifiées de 
nouveau. Ce cycle est répété jusqu·o obtention de spécifications correctes 
qui servent d'input à 1 a phase 2. 
La seconde phase consiste en la génération d'une implémentation. Un 
compilateur de spécifications recevant les spécifications vérifiées 
produit, dons un langage de haut niveau, un ensemble de routines 
représentant la partie de l'implémentation indépendante de 
l'environnement. On y ajoute alors des routines codées-main traduisant la 
dépendance vis-o-vis de l'environnement. Le tout est compilé pour donner 
une version correcte (du point de vue de la compilation) de 
l'implémentation, version servant d'input à lo phose 3. 
La phase 3 consiste en la réalisation de tests de conformité. 
L'élaboration de séquences de tests est réolisée en ayant recours à un 
générateur qui, sur b6se des spécifications formelles vérifiées, est 
susceptible de produire de telles séquences. Celles-ci, ainsi que 
l'implémentotion correctement compilée sont utilisées por le testeur qui 
ré6lise les tests de conf ormHé. 
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4. 1. 1. Les deux approches 
Comme déjil signalé ou niveau de 1'0n0lyse globale des outils, il ne 
suffit pas de disposer de protocoles standards formalisés pour réaliser 
l'interconnexion, encore faut-il disposer d'implémentation conformes de 
ces protocoles. Pour 10 mise en oeuvre de telles implémentations, il 
faudra nécessairement recourir il un ensemble d'outils et méthodes 
(techniques de test) permettant de vérifier la conformité d'une réalisation 
d'un protocole. 
Comme le montre le modèle de référence 1S0/0S1, dans une 
architecture en couches, choque protocole possède : 
- une interface vers la couche supérieure via laquelle lui sont 
f oumies les demandes de service; 
- une interf 0ce vers la couche inférieure via laquelle il réalise ses 
demandes de servi ce ; 
- une ·1nterf ace· logique d'où lui parviennent les éléments de 
protocole provenant de l'entité poire. 
L'objectif consistera o mrmipuler ces interfaces par une sélection 
adéquate des événements et séquences d'événements. 
En toute générolité, les techniques de test devront être capables 
d'établir si une implémentation de protocole : 
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- répond correctement oux demondes volides de service; 
- répond correctement oux éléments de protocole volides ; 
- rejette les demandes involides de service ; 
- troite correctement les erreurs de protocole ; 
- monipule correctement les timers ; 
Dons cette énumération, il convient de remorquer l'importonce des 
tests correspondont à des cos d'erreurs. Ainsi, l'évoluotion du 
comportement d'une implémentation suite à lo réception d'éléments de 
protocole involides (tont pour leur contenu que pour leur séquence) s·ovère 
cruciole puisque l'on estime à 401 lo port du codage consocré à lo 
vérificotion de tels cos. 
Pour la réolisotion des tests de conformité, deux approches peuvent 
être onolysées : 
- l'opproche centralisée (intra-système) pour loquelle l'ensemble 
des composants de l'architecture de test sont construits et exploités sur 
le site même où l'implémentation à tester est réolisée; 
- l'opproche décentralisée (distribuée ou inter-systèmes) où la 
pluport des composonts de l'architecture de test sont développés sur un 
site distont de celui où se trouve l'implémentotion à tester ; site duquel on 
occéde à l'entité à tester vio un réseou opproprié. 
4. 1.2. Les centres de test 
Avont d'essoyer de décrire et d'analyser les techniques de test, il 
convient de bien prendre en considérotion les f oits suivants : 
- les protocoles 1S0/0S1 sont généralement complexes et lo 
réolisotion d'implémentotions de ces protocoles s·ovère être une tâche non 
triviole ; 
- lo réolisotion d'un système de test suffisamment rigoureux oinsi 
que le choix de séquences de test adéquates est ou moins oussi complexe 
que lo production d'une implémentation; 
- il n'existe actuellement aucune séquence de test définie de monière 
stondord. 
De telles considérations font que les tests de produits ISO deviennent 
une tâche très difficile qui déposse la portée de lo pluport des utilisoteurs. 
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En terme d'investissements requis, tant techniques que financiers, cette 
tôche s'twère également hors de portée des fournisseurs du moins des plus 
petits. C'est pourquoi, lo création d'organisations (centres de test) 
spécialisées dons lo réalisotion de tels tests semble actuellement 
constituer 1 o so 1 ut ion présent ont 1 e meil 1 eur ropport coût-efficacité. 
Une telle opproche est souvent appelée ïhird party testing· en ce 
sens qu'elle regroupe : 
- des firmes productrices et fournisseurs de produits intéresséEs 
dons la réalisation de tests en vue de f ociliter le développement et de 
démontrer que 1 eur produit répond bien aux normes ; 
- des utilisoteurs/ocheteurs de produits ISO intéressés dons lo 
réalisation de tests en vue de lo sélection d'un produit (tests 
d'occeptation) ; 
- des organismes (centres de test) indépendants fournissont les 
services de test. 
Outre la réa li sot ion de tests de conformité, de tels centres pourraient 
fournir: 
- un service d'évoluotion : afin de vérifier si un produit rencontre les 
exigences d'un utilisateur notamment concemont les options f oumies, les 
perf ormonces (temps de réponse por exemple), la robustesse (aptitude de 
recouvrement oux situations d'erreurs),. .. 
- un service d'orbitrotion : étant donné que les test ne peuvent 
détecter que lo présence d'erreurs et non leur obsence, il convient qu'un tel 
centre puisse régler les problèmes pouvant survenir lorsque deux 
implémentations testées et approuvées par le centre ne peuvent 
s'interconnecter correctement. 
Pour être réellement utilisable et efficace, ces centres devront 
répondre oux critères suivonts : 
- crédibilité : le centre lui-même doit être conf orme oux protocoles 
qu'il permet de tester; 
- efficacité des tests menés (exhaustivité des tests menés). : le 
protocole testé doit présenter un hout degré de fiabilité ; 
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- applicabilité: pour interconnecter réellement deux systèmes, il f eut 
que chacun possède des protocoles normalisés pour toutes les couches de 
l'architecture. C'est pourquoi, les techniques de tests doivent être 
applicables aux protocoles correspondant n tous les niveaux de 
l'architecture ; 
- impartialité et confidentialité; 
- accessibilité: le centre devra être accessible via un réseau; 
- absence de contrainte : le centre ne peut imposer de lourdes 
contraintes sur l'équipement qu'il teste sous peine de réduire sa généralité 
et donc son domaine d'application. 
En conclusion, â long terme, l'objectif d'une te11e démarche serait 
d'aboutir n la création d'un ou de centres : 
- susceptibles de réaliser des tests de conformité pour les protocoles 
ISO et 
- auxquels serait délivrée l'autorisation d'émettre des ·certificats 
d'attestation de conformité. reconnus au niveau intemotional. 
On parle de tests centralisés, également appelés ·tests 
intra-système·, lorsque le système de test est construit et utilisé sur le 
même système qu'est développée l'implémentation à tester (notée IAT). 
Dans le cadre des tests centralisés, deux techniques de tests 
permettent d'évaluer l'IAT selon deux optiques différentes : l'approche 
·white box· et J'approche ·black box·. 
4.2. 1. Les tests white box 
Dans J'approche white box, la structure interne de 1'1AT est connue. La 
technique consiste à repérer les chemins d'exécution de l'algorithme 
représentant l'IAT et de trouver les données de tests adéquates pour 
exécuter ces chemins. Un chemin d'exécution est une séquence 
d'instructions comprenant une instruction d'entrée et une instruction de 
sortie. La mise en oeuvre de cette technique nécessite cinq étapes : 
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a. identifier l'ensemble des chemins d'exécution; 
b. pour tout chemin identifié, calculer un prédicat-chemin, 
c'est-à-dire une condition qui lui est associée et qui doit être satisfaite, 
ovant l'instruction d'entrée, afin que ce chemin soit parcouru; 
c. pour choque prédicat-chemin, déterminer un jeu de voleurs initiales 
pour les voriobles, ou point d'entrée du chemin; 
d. pour tout jeu de voleurs, lui ossocier un jeu de voleurs représentant 
les résultats attendus, oprès exécution du chemin; 
e. conduire le test, c'est-à-dire appliquer chacun des jeux de voleurs 
initiales et comporer le résultat obtenu ovec le résultat attendu. 
Cependant, en général, il est difficile ou porf ois même impossible de 
définir et de construire l'ensemble des chemins qui sont nécessaires pour 
couvrir les principales coractéristiques du programme (étope 1 ci-dessus). 
Por conséquent, un objectif plus réaliste des tests white box est de 
rechercher un ensemble mini mol de chemins de telle façon que choque 
instruction de l'olgorithme soit ou moins une fois couverte por un de ces 
chemins et ensuite d'oppliquer il chocun de ceux-ci les étopes 2,3,4 et 5 
décrites ci-dessus. 
Les tests white box sont surtout utiles pour le responsoble de 
l'implémentation lors de lo mise ou point du programme, ovont d'intégrer le 
module testé ovec le reste du système. 
4.2.2 Les tests blnck box 
Lo méthode black box est utilisée dons le but de réoliser des tests 
basés sur les spécifications. 
Dons cette méthode, l'implémentotion o tester de niveou-(N) (notée 
IAT-(N)) est présentée comme une mochine abstraite qui n'est accessible 
que por ses interfaces externes. 11 s'agit donc d'isoler le module il tester, 
représentant l'IAT-(N), de lui injecter tous les types de stimuli et de 
vérifier son comportement. Comme input, l'IAT occepte les demandes de 
service-(N) en provenance de lo couche- (N+ 1) et les indications de 
service-(N-1) envoyés p0r 10 couche-(N-1 ). 
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Comme output, elle produit des indications de service-(N) à la 
couche-(N+ 1) et des demandes de service-(N-1) â 1o couche-(N-1 ). 
Les jeux de tests sont construits è partir des spécifications de 
l'IAT-(N), en termes de primitives de service-(N) (demandes) et de 
service-(N-1) (indications). Ils sont ensuite exécutés sur l'IAT-(N) et l'on 
observe le comportement de cette implémentation en notant les primitives 
de service émises â l'intention de la couche-(N) (indications) et de la 
couche-(N-1) (demandes). 
Le comportement observé est comparé au comportement défini dans 
les spécifications. Un outil permettant de réaliser des tests black box est 
représenté o la figure 4.1. 
(1) 
(2) 
c1uche-(N+ 1) 
h 
(4) 
• r 
IRr-(N) 
u (3) 1, 
CIUChe-(N-1) 
s 
1 
M 
u 
L 
R 
T 
E 
u 
R 
( 1) demande de senice-(Nt 
(2) demande de seruice-(N-1 ) 
(3) indication de seruice-(N-1 t 
( 4) indicatioI de seruice-(N) 
I IT-(N) : 1 m,1é11enlation i tester 
de niJeau N 
Figure 4.1 : ,nm:ipes des tests black bo1L 
Le simulateur fournit les services-(N-1) à l'IAT-(N) et se comporte 
en tant qu'utilisateur des services-(N) de l'IAT-(N). Si l'IAT est de 
niveau-(N), le simulateur contient donc à la fois la couche-(N-1) et la 
couche-(N+ 1 ). 
Bien que l'architecture centralisée donne un premier aperçu du 
comportement d'un protocole, on préfèrera souvent travailler de manière 
décentralisée. 
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Ceci est dû ou f oit que l'opproche centrolisée réclame la possibilité 
d'accès aux deux interf oces de l'IAT (interf oce vers le hout et interfoce 
vers le bas). Or, cette exigence est rarement sotisf aite. 
Por conséquent, ofin d'éviter toute monipulation difficile en vue 
d'isoler 11AT, il est utile d'essayer de l'atteindre via un autre système, en 
utilisant le service-(N-1 ). (Ainsi, on ne manipulera que l'interface vers le 
haut, les couches inférieures 0 la couche testée étant supposées présentes 
et correctes). Ceci constitue les fondements de l'approche décentralisée. 
4.2.3. Proposition d"ar-chitectur-e 
lnlroducl ion 
Après avoir énoncé les principes généraux de l'approche centralisée, 
nous allons maintenant proposer une orchitecture de ce type. 
La présentation prendra la couche réseau (X25/3) comme exemple 
d'implémentation 0 tester. L'annexe 1 reprend un résumé succinct des 
inf ormotions nécessaires et suffisantes â la compréhension de ce qui suit. 
Notons cependant que l'architecture proposée est généralisable en ce sens 
que ses composants et la f onctionahté de ceux-ci restent les mêmes 
quelle que soit 10 couche que l'on désire tester. 
Nous définirons tout d'obord une architecture de base qui sera 
complètée au fur et â mesure qu'apparaîtront de nouveaux besoins. 
Les lests inler11cti,s 
Un premier objectif que l'on peut ossigner oux tests de conformité 
pour 10 couche réseou est de vérifier si elle fournit correctement les 
services pour lesquels elle 0 été conçue et ce, dans un environnement sans 
erreur. Ceci signifie qu'â ce niveau, on introduit aucune erreur tont du 
point de vue utilisoteur (couche 4) que du point de vue serveur (couche 2). 
Lo figure 4.2 illustre une orchitecture pouvont être utilisée pour la 
ré0lis0tion de tels tests. Celle-ci comporte trois composonts qui sont les 
modules utilisoteurs, l'implémentohon â tester (IAT) et un simulateur. 
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(1) (1) 
MUI MU2 
FJ 
IRT 
(2) 
Simulateur 
Ti : TerminauH de contrôle 
MUi : Modules utilisateurs 
IRT : Implémentation à tester 
FJ : Fichier journal 
--+- : messages échangés 
lnformàtions stockées : 
( 1) : les commandes de l'opérateur 
(2) : les demandes de seruice de I' 1 RT destinées au 
simulateur 
(5): les réponses fournies par l'IRT auH MU 
Figure 4.2 : architecture de base pour les tests interactifs. 
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Les modules uti1iseteurs ont pour rôle: 
- de fournir des demondes de service â l'implémentotion â tester ofin 
d'évaluer son comportement. Pour ce faire, ils prennent en charge les 
commandes introduites par la personne chargée de la réalisation des tests 
(que l'on oppellero por lo suite opéroteur) vio son terminol. Ils 
transforment celles-ci en demandes de service et transmettent ces 
demandes de service â la couche 3 via son interface vers le haut ; 
- de troiter les réponses fournies por r IAT. Pour ce faire, ils 
recueillent les réponses qui leur sont fournies por 18 couche 3, les 
transforment en messages pour l'opérateur et les impriment au terminal de 
l'opérateur. 
Les tronsformations de commandes-utilisateur en demondes de 
service (et vice-versa) sont dûes aux différences de syntoxe pouv,mt 
exister entre elles. De plus, certains paromètres des primitives 
d'interface pourront se voir assigner par l'opéroteur une valeur par déf out, 
ce qui dispensero de mentionner ces paromètres explicitement au niveau du 
langage de commande. L'objectif est de simplifier au maximum le langage 
de commande et de le rendre plus f acilerrnmt utilisable. 
L'impJémentetion à tester - couche 3 dons l'exemple - est le 
composant qui va être étudié grâce o son interface vers le haut et son 
interface vers le bos. 
Le simulateur- agit en lieu et place des couches inférieures n l'IAT. 
Recevant des demandes de servi ce de 1 ·1 AT, i 1 doit y répondre sons 
introduire d'erreur dons les données ni de délai dans la tronsmission. Deux 
approches sont envisageables quant aux traitements o réaliser suite o la 
réception d'une demande de service par la couche 2 qui est ici simulée. 
Une première approche considère que la demande de service a été 
acheminée vers l'entité paire et que celle-ci y 0 répondu. C'est cette 
réponse qui est retournée â l'IAT. Ainsi, si l'IAT émet une demande de 
service consistant en lo tronsmission d'un poquet d'oppel (ouverture de 
connexion), la réponse fournie sero un poquet d'acceptation de connexion. 
Cette première approche est f oible cor elle ne permet pas de tester 18 
réception par l'IAT d'événements provenant de l'entité poire, tel qu'un 
poquet d'oppel entnmt. 
Lo seconde approche constitue une solution à cet inconvénient. 
Celle-ci consiste à faire jouer un double rôle à l'IAT en ce sens qu'elle est 
également considérée comme l'entité poire. 
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Ainsi, si l'IAT émet une demande de service consistont en 16 
tnmsmission d'un poquet d'appel, 16 réponse fournie sera lo transmission 
vers cette même IAT d'un poquet d'oppel entront. Dans 16 suite, il ne sero 
p 1 us question que de cet te seconde approche. 
Les modules utilisoteurs et le simuloteur pourront souver sur un 
support externe (disque, bonde magnétique) un ensemble d'informations 
pertinentes pour l'anolyse ultérieure des résultots des tests réalisés. Les 
informotions à sauver seront les commandes émises por l'opérateur, les 
demondes de service émises par l'IAT et destinées au simulateur et les 
réponses fournies par l'IAT aux modules utilisateurs. Autrement dit, les 
inf ormotions stockées sont les commondes de l'opérateur et les outputs de 
l'IAT. Ces informations sont reprises â la figure 4.2. 
Ce qui suit montre lo monière dont un test peut être mené sur une 
telle orchitecture. 
Terminol A 
connect (b) 
CONNECTION ACCEPTED 
send_doto ·text of messoge· 
disconnect (b) 
Terminol B 
CONNECT INDICATION FROM A 
accepLcon 
DATA INDICATION 
accept_data 
TEXT : ·text of messoge· 
DISCONNECT INDICATION 
Cet exemple permet de vérifier si une connexion réseou peut être 
étoblie, si des données peuvent être échangées sur celle-ci et si lo 
connexion peut être fermée. Les lettres minuscules représentent ce qui 
est introduit por l'opéroteur et les lettres majuscules l'output des modules 
utilisoteurs. Si l'on considère la commande connect(b), celle-ci est 
anolysée par le module utilisoteur ossocié ou terminol A et résulte en une 
demonde d'étoblissement de connexion-réseau tronsmise à l'IAT. 
Si le comportement de l'IAT est celui ottendu, un poquet d'oppel doit 
être transmis vers le simuloteur. Celui-ci y répondro par l'émission d'un 
poquet d'oppe 1 entront. Ano 1 ysé por l'i AT, ce poquet doit normo 1 ement 
résulter en une indicotion de demonde d'étoblissement de connexion 
tronsmise vers le niveou supérieur (couche 4). 
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Cette indication sera interceptée par le module utilisateur associé au 
terminal B qui imprimera une réponse sur ce terminal (CONNECT 
INDICATION FROM A). La même méthode peut être utilisée pour le 
traitement des outres commandes (10 commande ·occepLdato provoque 
l'impression du message arrivé TEXT : ·text of message·). En opérant de 
cette manière, lorsque l'utilisateur détecte une erreur à son terminal, il 
peut réaliser une étude plus approfondie des causes de cette erreur en 
consultant le fichier créé sur support externe. 
11 est à noter que le langage de commandes utilisé dans cet exemple 
est réduit o sa plus simple expression. Seuls quelques poromètres doivent 
être mentionnés explicitement dons les commandes, les autres ayant une 
voleur par déf out. Ainsi, la commande associée à une demande 
d'établissement de connexion 0 10 syntaxe suivante : CONNECT (<adresse 
appelé>) alors que la primitive associée peut avoir la syntaxe suivante : 
CONNECT ( <adresse appe 1 ont> <adresse oppe lé> <quo 1 i té du servi ce 
demandé> <message associé> <longueur du message associé> <utilisation du 
service de données express> <identifiant connexion établie>) . Cette 
simplification résulte en une facilité d'utilisation mois limite les tests 
pouvont être demandés puisqu'aucune m0nipul0tion des p0r0mètres 
implicites (c'est-à-dire auxquels on 8 associé une valeur par défaut) n'est 
possible . 
. Les tests réalisés manuellement selon 18 méthode venant d'être 
décrite, sont limités quant à leur étendue. En effet, il devient vite 
f 0stidieux et coûteux en temps d'opérer de 10 sorte. L'étape suivante dons 
notre étude d'une architecture centralisée -les tests outomotisés-
constitue dès lors une extension logique à cette méthode. 
L "tlulom11I is11I ion des lests 
Certains tests nécessaires o la vérification de conformité peuvent 
être très longs. D'autres peuvent être répétitifs en ce sens qu'ils utilisent 
les mêmes demandes de service mais ovec des paramètres différents. Il 
est également possible d'envisoger que certaines combinoisons de 
demondes de service se retrouvent dons de nombreuses situations (c'est 
notamment le cos pour les demondes de service de la phase d'établissement 
d'une connexion). L'ensemble de ces exigences et les inconvénients de 
l'approche interactive font qu'il est approprié de recourir â une 
automatisation des tests. 
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Lo figure 4.3 illustre les modificotions à opporter à l'orchitecture de 
bose (de 10 figure 4.2) pour pouvoir 0utom0tiser les tests. Les terminoux 
utilisés pour l'introduction des demondes de service dons l'opproche 
interoctive sont remplacés por des fichiers comprenont des scénarios de 
test. Ces scénorios sont constitués d'un ensemble de commondes 
représentont les primitives d'interf oce entre l'IAT et un module 
utilisoteur. On trouve égolement dons cette architecture un composont 
appelé gérant de test ouquel est associé un terminol de contrôle. 
Celui-ci constitue une interfoce entre l'opéroteur et les modules 
utilisoteurs. C'est vio cette interf oce que l'on offriro lo possibilité de 
choisir les scénorios il exécuter, de loncer leur exécution sur un module 
utilisoteur donné, de contrôler et de stopper l'exécution de tests. 
Choque test est défini por deux scénorios complémentoires qui seront 
troités chocun por un module utilisoteur. Ces deux scénorios sont dits 
complémentoires en ce sens que l'on trouve dons l'un, l'ensemble des 
primitives d'interfoce à transmettre d'un module utilisoteur il l'IAT et dons 
l'outre, les réponses qui en découlent pour le portenoire et qui seront 
tronsmises entre un second module utilisoteur et l'IAT (considérée dons ce 
cos comme entité poire) . 
.---------------~r• atde 
test 
SIIR.llate..-
T = Terminal de contr61e 
MUI = MadUle utl• sateur-
lAT = 1 raplé1nentat1oa a tester- ~ = maMag•• ac1uin1•• 
fJ = fichier Jo• raal 
fS = flc:hlers scénarto• 
flg• re • .3 = architecture poar 1e111 tests a • tarnausés 
( e • Ulranneinent •ans erreur- ). 
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Les deux scénarios figurant ci-dessous constituent un exemple de 
test dans lequel on désire créer une connexion, échanger quelques données 
et fenner la connexion. Pour simplifier l'exposé, aucun paramètre n'y est 
spécifié. En réalité, de nombreuses variantes sont envisageables ; les deux 
extrêmes étant de ne mentionner aucun paramètre (facilité d'emploi mois 
limitation dans lo monipulotion de ces poromètres) ou de mentionner 
l'ensemble des paramètres (emploi moins facile mois actions possibles sur 
les paramètres plus complètes). Dans le cas où un paramètre n'est pas fixé 
explicitement, une voleur par défaut lui est associée. 
Scénario A 
T : CONNECT REQUEST 
R : CONNECT CONFIRH 
T : DATA REQUEST 
T : DISCONNECT REQUEST 
R : DISCONNECT CONFIRMATION 
EXIT 
Scénario B 
R : CONNECT INDICATION 
T : CONNECT RESPONSE 
R : DATA INDICATION 
R : DISCONNECT INDICATION 
T : DISCONNECT RESPONSE 
EXIT 
Les scénarios choisis par l'opérateur ponni un ensemble de scénarios 
possibles sont traités en parallèle, le traitement consistant en une onolyse 
commande par commande. Si lo commande analysée est précédée de 
T:(Transmettre), le tn:1itement consiste o créer la primitive d'interface 
correspondante et à l'envoyer vers l'IAT. Une fois cette opération 
terminée, on passe à l'analyse de la commande suivante. Dons le cos d'une 
commande précédée de R : (Recevoir), rien n'est généré mais on attend la 
reception de lo primitive correspondante de l'IAT. Si lo bonne primitive 
est reçue mois avec de mnuvois paramètres, ou si une mauvaise primitive 
est reçue ou si rien n'est reçu endéans un certain temps (timer), c'est 
qu'une erreur s'est produite et le test est clôturé (tout en oyant pris soin 
de soover un ensemble d' inf ormotions comme dons l'approche interactive). 
Si lo bonne primitive est reçue dons les délais impartis, on passe o 
l'analyse de lo commande suivante. On opère de lo sorte jusqu·o atteindre 
lo commande EXIT dons les deux scénarios, commande qui marque lo fin du 
test. 
lntroduct ion d"erreurs d11ns / "environnement de / "/AT 
Jusqu'à présent, nous n'avons cherché à évoluer le comportement de 
l'i AT que dons 1 e cns d'un environnement sons erreur. 
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Ceci constitue une vue un peu simpHste de lo réoHté. En effet, dons 
lo pratique, deux types d'erreurs peuvent survenir i, snvoir des erreurs dans 
les demandes de service trnnsmises â l'IAT (erreur dons le(s) pon,mètre(s) 
ou dons la séquence des demondes de service) ou des erreurs dons les 
services fournis i, l'IAT. 
En ce qui concerne la tnmsmission vers l'IAT de dem8ndes de services 
erronées, oucune modification de l'architecture 4.3 n'est nécessaire pour 
les prendre en considérntion. En effet, il suffH pour celo de construire des 
fichiers scén8rios comportont de telles dem8ndes. On pourra 8insi 
oisément introduire des demandes de service ovec de mouvais poromètres 
ou de mouvai ses combi noi sons de demandes de servi ce. 
;---------------~ ~ra•t de test 
MU2 
IAT 
Slmulatear 
T ~ Tarnilnal de contr61e 
MUI ~ M•dule utl• sateur 
IAT : 1 mplémentaaoa è tester .._.. : menagl!s éman1é1 
FJ : flehler Jo• nal 
F"I: : F"lchlena •c4!nart,H 
F'lg• re •.4 ~ •~hltecture poar le• te•t• a • t•rnaU•ill!• 
( eaUlr•nnernent • uec erreurs ). 
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Pour introduire des erreurs ou niveou du service fourni à l'IAT, il est 
nécessaire que le simulateur soit paromètroble. En effet, pour tester 
certoins cos d'erreur, on doit pouvoir indiquer o ce simuloteur d'introduire 
une erreur déterminée sur une information précise. Les erreurs 
envisageables sont des délais dans la transmission, des pertes de paquets, 
des altérotions du contenu de poquets, des poquets dupliqués, etc .... Cette 
paramètrisation du simulateur peut être réolisée selon deux approches. 
Une première approche consiste à paramètrer le simulateur via le gérant de 
test. Ceci signifie que l'opéroteur introduit o son terminol de contrôle les 
commondes qu'il désire envoyer ou simuloteur. Mais cette opproche pose de 
gros problèmes de synchronisation avec l'exécution des scénarios et 
souffre de lo même lourdeur que les tests interoctif s (introduction des 
commandes fastidieuse). 
D'où 18 seconde opproche qui consiste à commonder le simuloteur vio 
les scénarios. Comme le montre l'exemple ci-dessous, on introduit dons 
ces scénorios un troisième type de commandes qui seront précédées de S : 
(Simuloteur). Le troitement de ce type de commande consistera en lo 
transmission d'une commande vers le simulateur. L'exemple présenté 
consiste à tester si le limer associé à l'envoi d'un paquet d'appel (CALL 
REOUEST) et lo possibilité de retransmettre en cas d'obsence de réponse 
sont bien implémentés. Pour ce f 6ire, on dem6nde ou simuloteur d'ignorer 
quatre CALL REOUEST et donc de n'envoyer de réponse qu'à la réception du 
cinquième. 
Scénario A 
S : SUP 4 CALL REOUEST 
T: CONNECT REQUEST 
R: CONNECT CONFIRMATION 
C(Jnclusion 
Scénario B 
R : CONNECT INDICATION 
T : CONNECT RESPONSE 
En résumé, l'orchitecture ven6nt d'être présentée permet de tester, 
sur un seul site et de m6nière re16tivement complète une implément6tion 
de protocole. Ainsi, elle permet d'év61uer le comportement de cette 
implémentation suite o 16 réception de demandes de service correctes et 
erronées, suite à lo réception d'éléments de protocole corrects et erronés. 
Elle permet également de tester si le mécanisme des timers fonctionne 
correctement. 
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Cependant, elle présente deux inconvénients spécifiques â l'approche 
centralisée. Elle nécessite d'avoir accès aux deux interfaces de l'IAT ce 
qui peut constituer une contrainte dans certains cos. Elle envisage l'IAT 
indépendamment de l'environnement dans lequel elle devra être intégrée. Il 
faudra donc, lors de l'intégration, compléter l'analyse réalisée sur l'IAT par 
un ensemble de tests d'intégration. C'est en fait ces deux inconvénients qui 
justihent l'utilisation d'orchitectures décentralisées. 
4.3, 1. Pri nci oes 
Les principes de base de l'approche décentralisée (distribuée, 
inter-systèmes) sont d'une part d'envisager l'entité â tester comme une 
boîte no1re (approche black box) un1quement accesss1ble v1a son 1nterface 
vers le haut, et d·autre part <le cons1dêrer le système de test comme étant 
implémenté sur un s1te distant du site où est développée l'implémentation 
à tester. sur base de ces principes, on peut défin1r une arch1tecture 
physique de base pour les protocoles de haut niveau (niveau 4 et 
supér1eurs) qui const1tuent des protocoles de bout en bout. Cette 
arch1tecture physique est illustrée à la figure 4.5. 
testeur réseau ~-....... 1 mplémentatlon 
à tester 
Centre de test Site client 
Figure 4.5 : architecture physique de base pour 
les tests centralisés. 
Dans celle-ci, le testeur est implémenté sur un site ·centre de test· 
et le système client est testé à distance via un moyen de communication 
tel qu·un réseau public de transmission de données. 
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Lorsque le protocole â tester n'est pas un protocole de bout en bout, 
comme c'est le cos pour le protocole X25/NIV3 émis par le CCITT par 
exemple, l'architecture de lo figure 4.5 n'est plus applicable. En effet, si 
le protocole n'est pas de bout en bout, la partie information de contrôle des 
éléments de protocole o une signification pour les noeuds intermédiaires 
du réseau et est donc utilisée par ceux-ci. Dès lors, il devient impossible 
de tester un cas d'erreur i, partir du testeur étant donné que cette erreur 
sera détectée ou niveau des noeuds et ne parviendra jamais ou système que 
l'on désire tester. Ainsi en est-il d'une demande d'établissement de 
connexion du niveau 3 sans odresse qui sera bloquée dès le noeud d'entrée 
dons 1 e réseou. 
Diverses solutions permettent de remédier â cet inconvénient. Ainsi, 
le chapitre 6 sera consacré entièrement â l'étude d'architectures 
permettant de tester les protocoles de bos niveau (niveau 3 et 2). 
L'objectif des sections suivantes sera d'étudier divers outils et 
méthodes proposés pour réaliser des tests de conformité pour les 
protocoles de haut niveau. Une analyse des architectures logiques décrivont 
les composants logiciels des différents sites sera proposée. 
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4.3.2. L"nrchitecture du NOS 
4.3.2.1. Introduction 
L'ïnstitute for Computer Science ond Technology- (ICST) du ·Notionol 
Bureou of Stondords· (NBS, USA) poursuit un progrnmme visont le 
développement et lo mise ou point de protocoles stondords de 
communicotion, oppelés UFedernl lnf ormotion Processing Stondords· (FIPS). 
L'objectif de ce progrnmme est de rendre possible lo communicotion entre 
systèmes distribués. Les FIPS constituent donc lo condition nécessoire il 
cet te communi coti on. 11 s sont conf ormes ou modè 1 e de référence I S0/051 
(décrit en 2.2) 
Porollè1ement â cet effort de stondordisotion, une orchitecture et des 
outils de test sont développés depuis 1981, ofin de vérifier si les 
imp1émentotions de protocoles résidont dons les couches définies por les 
FIPS sont bien conformes oux spécificotions données por ces FIPS. 
4.3.2.2. Grophe de l'architecture 
Hgpothéses 
- Comme le comportement de l'implémentotion â tester (IAT) est 
indéterminé, l'introduction d'un protocole de gestion de tests entre les 
points terminoux (c'est-à-dire, d'une port, l'utilisoteur de l'implémentotion 
de référence, et d'outre port, l'utilisoteur de l'implémentotion â · tester) 
s·ovère peu fioble. Por conséquent, un moyen de communication pornllèle, le 
plus souvent téléphonique, est utilisé entre les opéroteurs sur les deux 
sites, pour synchroniser l'exécution de ces tests. 
- Des fichiers de texte peuvent être échongés entre le centre de test 
et le site client, sur lequel figure l'imp1émentotion â tester, dons 1e but de 
communiquer ou site client les tests â réaliser et de recevoir 1es résultats 
de ceux-ci . Ces échonges se font ou moyen de supports mognétiques ou 
bien, lorsque 1e test de l'imp1émentotion â tester o été réolisé et s·est 
révélé concluent, ou moyen d'un système de trnnsf ert de fichiers existont 
dons l'environnement de test. 
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- Les autres hypothèses concernent les caractéristiques du système 
sur lequel est développée l'implémentation o tester : 
e,_ possibilité de stockage d'informations sur mémoires auxiliaires, 
b. ut i 1 i se,t ion d'une horloge pour 1 es méce,ni smes de t i mer et pour 
pouvoir dater dans le fichier journal le moment de survenonce des 
événements, 
c. présence d'une interface opéroteur ut il i soteur. 
Architecture 
L'architecture de test o été conçue en tenant compte des contraintes 
décrites ci-dessus. Lo figure 4.6 représente les différents composants de 
cette architecture et les relotions qui les unissent. Ces composants seront 
décrits dons le, section suivante. 
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T : Ter111i1al ile contrôle 
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Figure 4.6 : an:llitect• re d• NOS. 
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4.3.2.3. Anolyse des composonts de l'orchitecture 
C0/11/JOSllllts du centre de test 
1. Interpréteur de scénarios (IS) du centre de test 
LïS du centre de test exécute des fichiers scénorios, lesquels 
contiennent des commondes permettont de guider l'lnterf oce supérieure de 
l'implémentollon de référence et le génér0teur d'exceptions, décrits ou 
point 2 et 3 ci-dessous. 11 possède une interf oce por loquelle l'opérateur 
dirige 10 session de tests. 11 tient égolement à jour : 
( 1) un fichier journol reprenont l'historique de 10 session de tests, 
(une session de tests est une séquence de commondes relotives 
ou test d'un protocole et prises en chorge por l'interpréteur de 
scénorios oprès 10 mise en octivité de celui -ci) ; 
(2) un fichier des résultots reprenont 10 liste des tests exécutés ; 
(3) des fichiers de données qui contiennent pour chocune des 
connexions étoblies les données reçues sur cette connexion. 
2. Implémentation de référence (J.Rl 
Le rôle de lïR est de prendre en chorge les requêtes de service 
demondées por l'interpréteur de scénorios. Une gron.de portie de cette 
implémentotion peut être générée 0utom0tiquement à portir de 10 
description formelle du protocole (voir section 3.3.2). Les scénorios de 
tests ont d'obord été utilisés sur deux copies communiquont entre elles de 
cette implémentotion ovont d'être employés pour tester réellement une 
nouvelle implémentotion. Celo permet ou testeur qui vo utiliser cette 
implémentotion de référence d'être sûr qu'elle fonctionne correctement 
(c'est-à-dire qu'elle ne génère que des éléments de protocole volides et 
qu'elle présente un hout degré de fiobilité quont ou respect des 
spécificotions du protocole). 
Comme rorchitecture est prévue pour tester toute implémentotion 
des couches figurant entre la quatrième et la septième couche du modèle 
ISO, les implémentotions de référence des couches 4,5,6 et 7 sont reprises 
dons cette orchitecture. Lors d'un test de conformité, l'implémentotion de 
référence de 10 couche testée est complétée por les implémentotions des 
couches inférieures à celle testée. 
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Ainsi, si l'on doit tester lo conformité d'une implémentation de lo 
couche 5 (session), les implémentations de référence des couches 5 et 4 
(transport) seront utilisées. 
3. Générateur d"exceptions (GE} 
Le GE est situé entre les couches transport et réseou. 11 traite les 
éléments de protocole à destination ou en provenance de l'implémentation 
de référence. 11 offre lo possibilité de générer des erreurs de protocole et 
de simuler certaines erreurs qui pourraient être induites por lo 
couche-(N-1) et ce, ofin de vérifier lo réaction de l'implémentation à 
tester f oce à de tels événements. C'est en effet le seul moyen de tester le 
comportement d'une implémentation f oce oux erreurs, étont donné que 
l'implémentation de référence est supposée correcte et ne peut donc 
générer d'erreurs de protocole. Les commandes offertes par le générateur 
d'~xceptions permettent de supprimer, dupliquer, altérer (insérer, enlever, 
changer les voleurs de certains champs) les éléments de protocole et de 
modifier l'ordre d'acheminement de ceux-ci. Les commandes pouvant être 
transmises ou générateur d'exceptions lui sont transmises por 
l'interpréteur de scénarios grâce à un moyen de communication interne (por 
e>:emple par un canal inter-processus). Tous les éléments de protocole 
véhiculés entre lo couche transport et lo couche réseou peuvent être 
e registrés dons le fichier journal por le générateur d'exceptions. 
4. Interface vers la couche réseau (ICRl 
L' ICR f oit portie de lo couche 3 du modèle ISO. Son rôle est d'établir 
ure correspondance entre les services demondés por lo couche transport et 
ceux disponibles sur le réseau employé (public ou privé). 
COmptJSll/1IS du Sile client 
1. Interpréteur de scénarios (IS) du site client 
Les fonctions de cet IS constituent un sous-ensemble des fonctions 
r~lisées por l'IS du centre de test. L' IS du site client exécute des fichiers 
scénarios, commende l'interface supérieure de l'implémentation à tester ou 
moyen des primitives de service et prend en chorge l'interf oce opérateur. 
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Les commondes du scénorio sont complémentoires à celles exécutées 
e roême temps por llnterpréteur de scénorios du centre de test. Un fichier 
journol sur roctivlté de llnterpréteur de scénorios du site client est 
éJalement tenu à jour, de même que le fichier résultots des tests menés ou 
cJurs de lo session et les fichiers de données. 
2. lmplémentetion è tester (IATl 
L'IAT est llmplémentotlon d'un protocole défini dons le codre du 
modèle de référence ISO et pour loquelle on désire étoblir lo conf ormHé 
par rnpport oux FIPS, Federnl lnf ormotlon Processing Stondards. Les 
implémentotions des couches inf éneures à l'IAT sont supposées testées et 
correctes. Comme celo o déjà été signolé précédemment, l'IAT peut être 
l'implémentotlon d'un protocole des couches 4, 5, 6 ou 7 du modèle 1S0/0S1. 
3. lnterf ace vers ln couche réseeu (ICRl 
Cette interf oce vers 16 couche réseou joue le même rôle que celle 
décrite dons le centre de test. 
Contenu des Fichiers utilisés 
1. Fichier journal 
Toute entrée du fichier contient : 
- lo mention de l'heure à loqueile s'est terminée une commonde 
confiée à llnterpréteur de scénorios ; 
- le nom de cette commonde et les p6rnmètres 6ssociés ; 
2. Fichier des résultats 
Ce fichier des résult6ts f ournH un ensemble d'inf orm6tions 
ccncernont le résult6t des tests. Toute entrée du fichier: 
- contient le moment de terminoison du test; 
- donne 16 m6nière suiv6nt l6quelle le test s·est terminé : 
FINISHED (s'il s'est exécuté complètement) ou ABORTED (s'il 6 dû 
être interrompu). 
- 43 -
Etude des outils de test 
4.3.2.4. Méthodes de réalisation des tests 
Comm1111des de scé1111rios 
Un test est engagé â l'aide de l'interface opérateur de l'interpréteur 
de scénarios et consiste â sélectionner sur le site client (respectivement. 
le centre de test) un fichier contenant des commandes permettant 
d'utiliser l'interface vers le haut de l'implémentation d tester 
(respectivement. de référence) sous-jacente. Les commandf:s sont 
exécutées séquentiellement por l'interpréteur de scénarios et peuvent être 
de trois sortes. 
1. commandes de pn mit ives de servi ce 
Les commandes de · primitives de service sont de quatre types 
REQUEST. RESPONSE. INDICATION et CONFIRM. 
Les commandes de type ·request· et ·response·. appelées 
commandes actives demandent â l'interpréteur de scénarios de générer 
une primitive de service correspondante ovec les paramètres donnés (voir 
le tableau A 1 en annexe). 
Dons le cas du test d'un protocole de transport. ces commandes sont 
les suivantes : connect request. connect response. disconnect request. 
data request. expedited request. 
Tant qu'une commande n·a pas pu être exécutée (pour des raisons de 
contrôle de flux avec l'implémentation. par exemple). la lecture des 
commandes suivantes du scénario est interrompue. La fin de l'exécution de 
la commande est signalée dans le fichier journal. 
Les commandes de type 1ndication· et ·confinn·. appelées 
commandes passives. signalent d l'interpréteur de scénarios qu'il doit 
s'attendre â recevoir. de l'implémentation sous-jacente. la primitive 
correspondante. Si la commande concerne l'établissement ou la terminaison 
d'une connexion. la lecture du scénario est interrompue jusqu'à la réception 
de l'événement attendu (voir le tableau A 1 en annexe). Dons le cos du test 
d'un protocole de transport, ces commandes sont les suivantes : connect 
indication. connect confirm. data indication, expedited indication et 
di sconnect i ndi cati on. 
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Le tableau ci-dessous donne l'ensemble des commandes actives et des 
commondes possives complémentoires, oinsi que les primitives de service 
correspondontes. Pour plus dïnf ormations sur la f onctionolité de chocune 
de ces primitives, on peut consulter la deuxième partie de l'annexe 1 
consocrée oux primitives du service tnmsport. 
C1m11•es 1c1iues C1mendes ,assï1es complémentaires 
CINNECT REIIEST <-> CINNECT I NI ICRTI IN <-> 
LattNECT.request T _[INNECT.indit11i11 
CINNECT COtiEI IM <-> CINNECT CINf IRM <-> 
J_CINN(CT.c11firm J_CINN(CT.Cllfirm 
lllR l(ll(ST <-> 1118 INIICHTIIN <-> 
TJllR.request TJITR.indCIUII 
DtPmlTED IHIEST <-> EHPmlTED I NI ICHTI IN <-> 
J_E HPEDITED.request J_EHPm1TH.indic11io1 
llsaMECT REQŒST <-> llsaMECT lfllJICHTION <--> 
TJ ISCONNECT.re(Jlest J_I ISCOHCT j1•ic1tion 
Lorsque l'événement qui surv1ent n·est pas celui attendu par 
l'interpréteur de scénarios, l'erreur est mentionnée dans le fichier journal. 
Seules les commandes relatives à la phase de transfert de données {data 
i ndi cati on. exped1ted i ndi cati on) auton se 1'1 nterpréteur â 11 re 1 es 
commandes suivantes du scénario. pour autant qu·11 s·agisse toujours de 
commandes relatives au transfert de données. En effet, 11 est dHfic11e de 
prévoir l'ordre d'arrivée des données lorsque le scénario complémentaire 
contient â la fois des commandes ·data request· et ·exped1ted request· 
{étant donné que les données envoyées au moyen d'un ·exped1ted request· 
seront acheminées plus rapidement au destinataire). 
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C'est la raison pour laquelle on autorise l'interpréteur de scénarios o 
lire la commande suivante et à la traiter s'il s'agit toujours d'une 
commande relative au transfert des données. Cela lui permet d'éviter une 
attente passive des données qui pourraient éventuellement être retardées 
dans leur transfert. 
2. commendes directives è 11ntemréteur de scénenos 
log : inscrit dans le fichier journal la chaîne de caractères donnée 
comme argument. 
consecutive : invoque le fichier scénario donné en paramètre. Le 
scénario maître dans lequel figure une commande ·consecutive· est 
suspendu tant que le scénario mentionné dons la commande ne s'est pas 
terminé. 
1isten : suspend la lecture du scénario pour une durée fixée, tout en 
permettant la réception de primitives pouvant être rattachées à des 
commandes ïndication· relatives au transfert de données et qui ne sont 
pas encore satisfait es. 
synchronise : suspend l'exécution du scénario jusque la survenance 
de l'événement donné en paramètre. 
3. commendes destinées eu générateur d"except ions 
Ces commandes ne peuvent être mentionnées que dans des scénori os 
destinés à être exécutés par l'interpréteur de scénarios du centre de test. 
En effet, il n'est pas prévu d'utiliser un générateur d'exceptions sur le site 
client. 
exemples: 
EG INLIST SUPPRESS DT ; demande 6U générHteur d'exceptions 
d'ignorer le prochain élément de protocole (DT) entrant 
contenant des données ; 
EG OUTLI ST REMO'v'E CR 'v' AR I ABLE CHEKSUM ; demande au 
générateur d'exceptions de supprimer le champ ·cheksum· du 
prochain .élément de protocole (CR) sortant et représentant 
une demande de connexion ; 
- 46 -
Etude des outils de test 
C11111m1111tlt!s de gnlion dn tests 
Contr6irement 6UX comm6ndes précédentes, ces comm6ndes ne 
figurent p6s d6ns les scénarios m6is sont envoyées â l'interpréteur de 
scén6rios p6r l'interf 6ce opérnteur. Ces comm6ndes sont les suiv6ntes : 
next : 6 pour effet d'initi6liser un nouve6u test en exécut6nt le 
scén6rio spécifié. Les scén6rios complément6ires â exécuter 
simultanément sont communiqués p6r les opérnteurs du centre de test et 
du site client aux interpréteurs de scénarios de ces deux sites, au moyen 
de 16 comm6nde Next suivie du nom du fichier â exécuter et du numéro de 
machine de test que l'on 6ssocie â ce test. Une machine de test est un 
ensemble de données qui donne en permanence l'état et les c6racténstiques 
du test 6ssocié. Une m6chine reste 61louée â un test jusqu·o 16 fin (norm6le 
ou 6norm61e) de ce test. 
nbort : termine le test associé 6U numéro de m6chine de test donné 
en p6rnmètre. 
end : termine une session de test. 
view : affiche â l'écran le fichier dont le nom est donné en paramètre. 
Déroulement d"l/11 test sur base d"l/11 exemple 
Supposons que l'implément6tion â tester soit l'implément6tion d'un 
protocole de trnnsport (niveau 4). Le test suiv6nt consiste o ét6blir une 
connexion et â 16 fermer immédi6tement. Les scén6rios complément6ires 
correspond6nts sont iniL 1 (pour l'initi6teur de 16 connexion trnnsport) et 
recv_ 1 (pour le partenaire). 
lniLl 
LOG ·test open 6nd close connection 6fter receiving 15 bytes d6t6, 
initi6tor· 
CONNECT REQUEST 1 2 
CONNECT CONFIRM 
DATA INDICATION 15 
DISCONNECT REQUEST 
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Recv_ 1 
LOG ·test open and close connection ofter sending 15 bytes dota, 
receiver· 
CONNECT INDICATION 2 1 
CONNECT RESPONSE 
DATA REQUEST 15 
DISCONNECT INDICATION 
Ces scénarios devront être exécutés simultanément, l'un sur le site du 
centre de test, l'outre sur le site client. Les exécutions seront lancées par 
1 a commande Next. 
Si on analyse le déroulement du scénario iniL 1, dans le cas où 
l'exécution de celui-ci a lieu sur le centre de test, on constate que: 
- la commande CONNECT REQUEST est lue par l'interpréteur de 
scénarios ; les nombres 1 et 2 constituent des index dans une table 
d'adresse. Les entrées 1 et 2 dans cette table donnent respectivement les 
adresses réelles de destination et d'origine. 
Cette table évite au responsable des tests la laborieuse t6che de 
modifier tous les scénarios afin de tenir compte des adresses réelles du 
site client. Seule un modification du contenu de la table est nécessaire 
avant de tester une implémentation sur un nouveau site. L'interpréteur de 
scénarios invoque la primitive de service correspondante {ici 
T_CONNECT.request, pour la couche transport) evec comme paramètres les 
edresses {origine et destinetion) obtenues dens le table. Les paramètres 
non spécifiés dans le scénario recevront une valeur par déf out. Si la 
primitive a été acceptée par l'implémentation de référence, l'interpréteur 
de scénarios enregistre l'événement dans le journal et lit la commande 
suivante du scénario. 
- la commande CONNECT CONFIRM oblige l'interpréteur de scénarios o 
attendre la réception d'une primitive T_CONNECT.confirm avant de 
poursuivre la lecture du scénario. Si l'événement attendu se produit avec 
les paramètres spécifiés, {bien que dans cette commande aucun paramètre 
ne soit mentionné) l'interpréteur enregistre dans le fichier journal cet 
événement ainsi que l'heure de terminaison de celui-ci et la lecture du 
scénario se poursuit. Sinon le test est abandonné et la mention ·ABORTED. 
est inscrite dans le fichier des résultats. 
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- lo commonde DATA INDICATION 15 signole à l'interpréteur l'onivée 
de 15 octets de données. L'interpréteur génère lo quantité de données 
spécifiée et ce, selon le même olgorithme utilisé par l'émetteur lors de 
l'envoi de celles-ci. 11 comporero oinsi les données qu'il 8 générées 8Vec 
celles réellement reçues. Si les données reçues diffèrent des données 
attendues, le test est abandonné, et il y a écriture dans le fichier journal 
de l'événement et des deux ensembles de données. En outre, les données 
reçues sont enregistrées dons le fichier des données ossociées o la 
connexion sur laquelle la réception a eu lieu. 
- après ovoir exécuté la dernière commonde (DISCONNECT REQUEST), 
l'interpréteur de scénario signale la fin du test dons le fichier des 
result8ts, 8Vec 18 mention ·FINISHED·. 
Pour ovoir une idée plus précise de la diversité des scénarios de test, 
le lecteur pourr8 consulter 1'8nnexe 2 où sont repris 18 plup8rt des 
scénorios utilisés lors du test de conformité d'une implément8tion d'un 
protocole de niveau 4. 
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4.3.3. L ·archi lecture du Nat i onn 1 Physi cn 1 LnboratoQL(NPLl 
4.3.3.1. Introduction 
Depuis ovril 1980, le ·Notionol Physicol Loborotory- (NPL) développe 
des techniques de test pour les implémentotions de protocole. Son objectif 
est de mettre ou point des outils et méthodes de test applicables non 
seulement oux protocoles existants mois également oux nouveaux 
protocoles qui devroient être émis por les orgonismes de stondordisotion. 
Entre-temps, les protocoles déjà en opplicotion en Gronde-Bretogne 
servent de bose à l'étude. En porticulier, les trovoux initioux ont été 
réalisés sur le ·Network Service ond Protocol over x2s·, protocole jouant 
un rôle d'interf oce entre les services réseau (niveoux 1-3) et le niveou 
tronsport. Les techniques de test développées utilisent comme moyen de 
communication entre le centre de test et le site client le ·British 
Telecom·s Pocket Switched Service· (PSS) ou tout outre réseau utilisont le 
protocole X25 tel qu'il est défini por le CCITT. 
Parallèlement à ces travaux, une étroite colloborotion 8 été établie 
avec le ·Notionol Computing Centre· (NCC, Manchester) pour lo mise en 
ploce d'un centre de test répondont oux spécifications décrites ou point 
4.1.2. Ce projet, subventionné por le Ministère de l'industrie, o obouti ou 
début de l'onnée 1983 o lo créotion d'un centre offront des services de test 
de conformité qui se basent sur 1 es techniques déve 1 oppées ou NPL. 
4.3.3.2. Graphe de l'architecture 
Hgpolhese 
L'orchitecture proposée por le NPL est fondée sur le principe que l'on 
ne peut imposer de controintes sur le système o tester sous peine de 
réduire la généralité et le domoine d'application des techniques de test. 
Ainsi, l'architecture qu'il propose et qui est illustrée à la figure 4.7 ne 
fait oucune supposition sur le système à tester (possibilités de stockoge 
d'informations ou de dototion des événements, por exemple). 
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Archil11clur11 
Centre de test Site client 
Testeur .... Protocole de test - Répondeur ..... 
-
h h 
~ t ~ t 
Encodeur/ IRT décodeur 
j • j. 
,r 0 
1 • '11êmeatatioo 1 mplémentatlon 
IN-1)-6- GE (N-1) 
0 h 
, J H 
Moyen de communication (couche (N-2) -> 1) 
IHT: implément8tion à tester 
6E : générateur d'enceptions 
Figure 4. 7 : architecture du NPL. 
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4.3.3.3. Anolyse des composants de l'orchitecture 
Comps11nls du centre de lest 
1. Testeur-
Le NPL o mis ou point deux types de testeur : un testeur guidé 
manuellement et un testeur guidé par tables d'étots. Chocune de ces 
approches sera analysée et un exemple d'utilisation sera donné lors de 
l'analyse de la méthode de test (point 4.3.3.4.). 
Testeur- guidé menuellement 
Le testeur guidé manuellement exécute des tests qui sont constitués 
de séquences de commandes, soit introduites par l'opérateur via son 
terminal soit lues dons un fichier. L'opérateur contrôle, grâce â son 
terminal, l'exécution des tests en envoyant des demandes de service 
(demande d'établissement de connexion, par exemple) et en recevant des 
indications de service (indication d'une demonde de connexion en 
provemmce du répondeur). De plus, il peut demander que les commandes 
soient non plus lues ou terminal mois o partir d'un fichier dont il donne le 
nom. Ce fichier, similaire aux fichiers scénarios de l'opproche NBS, 
contient outre les demandes de service â transmettre, des commandes 
signifiant ou testeur d'ottendre lo survenonce d'un événement donné et des 
commandes d'impression d'informations au terminal de l'opérateur. Deux 
outres types de fichier peuvent également être utilisés : 
- lorsque l'on désire transférer des données, celles-ci peuvent être 
prélevées drms un fichier de données prévu â cet effet ; 
- en vue d'analyser le résultat des tests, choque événement et choque 
oétion entreprise par le testeur sont mémorisés par celui-ci dons un 
fichier résultat. 
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Ficlli•rs SC9n•ri•s •t 
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FicllÏ8r da ris• ll• t 
Dons cette opproche, l'ensemble des décisions concemont l'exécution 
du test sont prises por l'opéroteur. Ainsi, â lo réception de choque 
primitive, il devro comporer les poromètres reçus ~ ceux ottendus et 
décider de lo poursuite ou de l'obondon du test en fonction de cette 
comporoison. Cette monière de procéder rolentit fortement lo réolisotion 
des tests . 
C'est pourquoi, on réservero cette première opproche à lo réolisotion 
de quelques tests initioux générolement très courts et souvent 
interrompus (·debugging phose·) . Une seconde opproche utilisont un 
testeur guidé por tobles d'étots sero utilisée lors de lo réolisotion d'un 
ensemble de tests plus complets visont â étoblir lo conformité de 
l'implémentotion. 
Testeur guidé par tables d"états 
Lorsqu'un testeur guidé por tobles d'étots est utilisé, choque test est 
défini por lo combinoison d'une toble d'étots et d'une toble des poromètres. 
Lo toble d'étots est générée outomotiquement â portir de 16 description du 
test fournie por l'opéroteur dons un longoge prévu â cet effet TDL (Test 
Description Longuoge , similoire ou SDL décrit por le CCITT). Lo 
construction de cette toble est réolisée por un processus qui peut être 
considéré comme un compiloteur du hmgoge TDL. 
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Lors de la description d'un test, l'opérateur définit un certain nombre 
d'étots et ossocie â chacun de ces états un ensemble d'un ou plusieurs 
triplet(s) (<événement> <action(s)> <transition>). Lo survenance d'un 
événement repris dans cet ensemble provoque l'exécution des octions 
précisées et le possage au nouvel état mentionné dons la transition. Lo 
survenance d'un événement non repris provoque l'exécution d'octions por 
défaut (consistant généralement en l'abandon du test) et le passage à un 
état par défaut. 
Les états du test ne sont pas nécessairement les mêmes que les 
états du protocole mais marquent les différentes étapes de ce test. Les 
événements sont de trois types les messages orrivont de 
l'encodeur/décodeur, les commandes de l'opérateur, les événements 
internes tel que l'expiration d'un timer. Les actions sont de quatre types : 
les messoges â envoyer â l'encodeur/décodeur, les messoges à envoyer à 
l'opéroteur, les actions internes tel que l'initiolisotion d'un timer et les 
impressions d'inf ormotions dans le fichier de résultats . Un exemple de 
table d'étots est donné dons l'anolyse de la méthode de test. 
Le testeur est, comme le montre 16 figure 4.9, composé : 
- d'un module troverseur permettont d'évoluer ou sein de la toble 
d'états en fonction de lo survenance des événements ; 
- d'un géront d'événements _: 
- d'un gérant d'octions. 
Contrûl••r 
da tast 
Îf'11119RB•r 
Test••r ! 
•u--mants • ictions 
fi~llier d• CIJ• tri18 
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Dans cette approche, le rôle de l'opérateur se limite â spécifier lo 
toble d'étots et lo table des poromètres qu'il désire utiliser. Une fois le 
test loncé, il reçoit divers messages l'inf ormont sur l'évolution du test 
mais le seul contrôle qu'il puisse exercer est d'abandonner le test. 
L'interoction entre l'opérateur et le testeur est régie por le contrôleur de 
test. 
Comme dons le cos du testeur guidé manuellement, choque événement 
et choque oction entreprise por le testeur sont enregistrés dans un fichier 
de résultots. De plus, les informations traversant l'encodeur/décodeur 
sont également enregistrées dans un fichier (fichier de contrôle). Un 
programme d'rmolyse est disponible pour traiter ce fichier et déterminer 
précisement ce qui est arrivé lors de l'exécution du test. 
Une oméliorotion peut être apportée â cette architecture en 
remploçont le contrôleur de test por un coordinateur de test susceptible 
de réaliser une sélection dynamique des tests â exécuter. Cette sélection 
serait réalisée sur base des résultats des tests précédents et en prenant 
en compte un objectif de test (par exemple : test de conformité , mesure 
de perf ormonce,. . .). Cette oméliorotion est toujours â l'étot de projet et 
constitue une perspective de recherche ou NPL. 
2. Encodeur/Décodeur 
L'encodeur/décodeur o deux fonctions : 
- générer des éléments de protocole en fonction des demandes qui lui 
sont fournies por son niveau utilisateur et 
- tronsf ormer les éléments de protocole qu'il reçoit de l'entité poire 
en indicotions pour son utilisateur. 
Por rapport â une implémentation de référence, l'encodeur/décodeur 
remplit ces deux fonctions en permettant en plus : 
- ou niveau utilisateur de demander la génération d'éléments de 
protocole volides mois dons un contexte invalide (por exemple, demande 
d'envoi de données sur une connexion non ouverte) ; 
- ou niveau utilisateur de demander la génération d'éléments de 
protocole invalides (par exemple, demande de connexion sons adresse). 
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De plus, il peut : 
- indiquer ou niveou utilisateur 10 réception d'éléments de protocole 
hors contexte ; 
- indiquer ou niveou utilisoteur lo réception d'éléments de protocole 
syntoxiquement invalides (61ors qu'une implémentotion de référence les 
ouroit rejetés). 
Grâce â ces oméliorotions, l'encodeur/décodeur permet de tester une 
implémentotion oussi bien dons les cos normoux que dons les cos d'erreurs. 
3. lmplémentntion de nivenu-{N-1 >. 
Comme pour l'encodeur/décodeur, l'implémentotion du protocole-(N-1) 
du centre de test n'est pos une implémentotion de référence étont donné 
qu'elle doit présenter vis-o-vis de celle-ci une omélioration nécessoire 
pour pouvoir tester certoines situotions. Cette oméliorotion permet i, 
l'encodeur/décodeur de demonder lo générotion de cos d'exception 
susceptibles de se produire â ce niveau-(N-1). Ainsi, si 
l'encodeur/décodeur se situe ou niveou 4, il pourro demonder au niveau 3 de 
générer des erreurs tel qu'un reset ou un disconnect. 
C11mpos11nts du site client 
1. Répondeur 
Le répondeur constitue un outil simple et ou comportement prévisible 
dont le rôle est de gérer l'interf oce vers le hout de l'implémentotion i, 
tester. Sa simplicité est nécessaire puisqu'il devro être inséré ovec un 
minimum d'effort dons une gronde voriété de systèmes et son coroctère 
déterministe f oit que l'implémentotion â tester constitue le seul 
composont de l'orchitecture dont le comportement est incertain. 
De plus, le répondeur devro être suffisamment flexible pour permettre 
de tester un 1 orge éventoi 1 de situot ions. 
Le répondeur est poromètré de moni ère â ce qu'à tout moment i 1 ne 
puisse f oumir qu'une seule réponse connue i, un événement. Ce coup loge 
d'une réponse â un événement (que l'on oppelle le mode) peut être modifié 
dynomiquement pour une connexion donnée lorsque celle-ci 0 été créée. A 
l'initialisotion, le répondeur se trouve dons un mode par déf out tel que les 
couples (<événement(primitive reçue)> -> <action(primitive envoyée)>) 
suivonts sont oppliqués : (connect -> occept), (occept -> disconnect), 
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(disconnect -> disconnect), (reset -> disconnect) (<involid command> -> 
disconnect) (<outre événement : dota,. .. > -> <aucune action>). 
Le contrôle du répondeur peut être réalisé en oyant recours o un 
protocole non standard entre le testeur et le répondeur qui sera utilisé 
uniquement pour la réalisation des tests (c'est pourquoi il est parfois 
appelé protocole de test). Le comportement du répondeur est modifié en 
lui transmettant une commande et les paramètres qui lui sont associés ou 
moyen des primitives de transfert de données offertes par l'IAT (DATA ou 
EXPEDITED DATA). Lo commande principale est ·changer le mode· qui 
permet de redéfinir en une seule fois l'ensemble des couples (<événement> 
-> <oction(s)>), c·est-â-dire le mode qui détermine le comportement du 
répondeur. On retrouve égo l ement dans ce protocole di verses commandes 
permettant de contrôler et d'analyser d'autres aspects du répondeur 
(commande de consultation des paramètres adresses, qualité de service, ... 
utilisés par le répondeur) ainsi que des commandes permettant une analyse 
des tests (commande de consultation des différents compteurs associés â 
chaque événement permettant de déterminer le nombre de survenance de 
chacun de ces événements). L'exemple présenté dans l'analyse de la 
méthode de test reprend et commente certaines de ces commandes. Le 
protocole de test est décrit dons NPL Protocol Standards Group ( 1981). 
Le mode par déf out du répondeur permet de réaliser les tests de base 
visant â déterminer si l'implémentation â tester répond correctement aux 
demandes d'établissement de connexion et gère correctement la réception 
des données. Une fois ces deux possibilités vérifiées, on peut utiliser les 
services offerts par l'implémentation o tester pour l'acheminement des 
commandes formant le protocole de test (et notamment pour effectuer un 
changement de mode ce qui n'était pos le cas avant ces tests puisque les 
commandes traversaient un composant ou comportement indéterminé). 
2. L1mplémentntion 8 tester OAT). 
L' IAT est une implémentation d'une ou plusieurs couche(s) 
odjocente(s) que l'on désire tester. Elle est choisie de manière à pouvoir 
être testée indépendamment des implémentations de protocoles supérieurs 
c·est-o-dire telle qu'elle ait une interface vers le haut accessible. Si une 
telle interf oce n'est pas disponible, l'implémentation est dite 1ntestob1e· 
dans l'environnement décrit. 
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3. lmplémentetion de niveeu (N-1). 
L'implémentotion-(N-1) du site client ne présente oucune 
caractéristique notable bien qu'elle doit évidemment avoir été testée ou 
préoloble tout comme l'ensemble des couches de niveau inférieur à l'IAT. 
On peut donc considérer qu'il s·ogit d'une implémentation de référence. 
4.3.3.4. Méthode de réalisation des tests 
Lo méthode de test sera décrite en deux porties correspondant aux 
deux olternotives en ce qui concerne le testeur (testeur guidé 
manuellement et testeur guidé portables d'états). 
Exemple 1 de déroulement de test : testeur guidé 
menue 11 ement 
Dons cette opproche, une séquence de commondes est fournie ou 
testeur qui agit en fonction du type de chacune de ces commandes. Ces 
séquences sont soit introduites directement ou terminal soit prélévées 
dons un fichier. c·est cette seconde approche qui est lo plus souvent 
utilisée (et qui sera illustrée ici) cor elle évite i, l'opérateur de devoir 
mémoriser toute une syntoxe tout en étont de loin plus ropide. 
L'opéroteur commence por sélectionner un des scénarios qu'il désire 
exécuter. Le tobleou ci-dessous montre un exemple de tel scénario. On y 
retrouve quatre types de commondes qui devront être séquentiellement 
traitées par le testeur: 
- commandes d'impression ou terminal ou dons le fichier résultat. 
Elles permettent d'une port de suivre l'évolution d'un test et d'outre port 
d'en foire une analyse. 
Ontest. Oftest : impriment le messoge donné en poromètre ou 
terminal et dans le fichier résultat 
Flesh : imprime le message donné en poromètre au terminal. 
-commandes d'émission de primitives i, transmettre o 
l'encodeur/décodeur et qui auront lo syntaxe suivante <primitive à 
émettre> <poromètres> 
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-commandes d'attente de primitives (Hold <nombre d'événements> 
<événement(s)>) qui suspend l'analyse du scénario jusqu'à la survenance 
des événements donnés en paramètre. 
-commandes d'enchaînement des scénarios. 
File : provoque l'exécution de la séquence de commandes du fichier 
donné en paramètre; 
Retum : provoque le retour vers l'entité appelante. Situé dans un 
fichier appelé par la commande file, ·return· provoque le retour au 
scénario appelant au point suivant immédiatement la commande d'appel. 
Situé dans un scénario ·princip0r, elle permet de rendre le contrôle à 
l'opérateur. 
Les commandes venant d'être énumérées ne constituent pas une liste 
complète des possibilités offertes mais permettent à la fois, d'évaluer 
l'étendue des possibilités du langage et de comprendre l'exemple donné 
ci-dessous. 
ONTEST .** Example **. 
FILE ïest.open· 
FILE ïest.chmode· 
OFTEST ·** Example ends correctly **. 
Fichier scénario principal 
Test.open T est.chmode 
FLASH ·Normal connect9; 
CONNECT 0, 1234, 5678; 
FLASH ·wait for accept9; 
HOLO 1, ·0ccept ·; 
RETURN; 
FLASH ·change of mode·; 
FLASH ·Actual value:·; 
FLASH ·s, 1,6, 1, 1, 1, 1, 1,6, 
6, 1,9,6,6,33,400, 1,33,90, 
1,48,57, 1,3·; 
EXPEOITEO • <command> ·; 
RETURN; 
Fichiers scénarios 
Cet exemple est en toit incomplet puisqu'il consiste uniquement o 
ouvrir une connexion et o fixer le comportement du répondeur. 
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L'établissement de lo connexion est réalisé en oyant recours ou fichier 
test.open dons lequel on retrouve des commandes d'impression, une 
commande d'envoi de lo primitive CONNECT et une commande d'attente de 
lo réponse ACCEPT. Une fois lo connexion établie on communique au 
répondeur quel doit être son nouveau comportement. Ceci est réalisé dons 
le fichier test.chmode par l'envoi de données express contenant lo 
commande ·changer le mode· et ses paramètres (venant d'être affichés i, 
l'écran). Lo syntaxe utilisée est relativement complexe mois reste 
néanmoins sémantiquement équivalente o la suivante : 
<type de lo commande> <événement i> <action i> 
Le test réalisé concerne donc lo possibilité d'ouvrir une connexion et 
d'utiliser le service de tronsf ert de données express. 
Exemple 2 de déroulement de test : testeur- guidé pnr-
tnbles d"états 
Contrairement 0 lo première approche, lorsqu'un testeur guidé par 
tables d'états est utilisé, l'opérateur ne doit pos fournir une séquence de 
commandes mais une table d'états et une table des paramètres. La 
commande de base pour lancer l'exécution d'un test sera donc RUN 
<fich.table> <fich.porom>. Le tobleou ci-dessous donne un exemple de table 
d'états représentant un test. Celle-ci possède lo même structure qu'un 
programme i, savoir une partie déclaration et une partie texte. La partie 
déclorotion (ADDR PARAMETERS <poromètres>) énonce les différents 
paramètres qui doivent être puisés dans la table des paramètres donnée. 
TEST exomple; 
ADOR PARAMETERS called address, calling address, recall address; 
INIT IAL ACTION connect request called address, calling address; 
END 
ST ATE wai t -f or-accept; 
EVENT t1ccept ro,qsa,eta; 
ACTION compt1re-pt1rms-t1ccept ro, recall address, qso, ··,eta, 
·test responder version 1 · ; 
NEXT occept-porms-ok; 
END 
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STATE accept-parms-ok; 
EVENT normalretum; 
ACTION <command to change the mode>; 
NE>IT check-mode-correct 1 y-set; 
EVENT abnormalreturn; 
ACTION stop test ·accept parameters f aulty-; 
NE>IT idle; 
END 
Exemple de toble d'états 
Le texte comporte une première action à exécuter (INITIAL ACTION) 
qui dans notre exemple consiste en l'envoi d'une demande d'établissement 
de connexion. Par défaut, une fois cette commande réalisée, on passe dons 
le premier étot explicitement défini : wait-for-occept. Pour cet état 
comme pour tout outre, un ensemble d'un ou plusieurs triplet(s) 
(<événement> <action> <transition>) est défini et constitue la description 
de l'automate. Dans le premier étot, seul un événement foccept ro qsa eto) 
se voit associer une action explicite (compare . . .). Cette action est dite 
·1nteme· ou testeur et consiste o comparer les paramètres reçus aux 
paramètres attendus. Celle-ci produira un événement interne comme 
résultot qui sera soit ·normalretum· en cos d'équivolence des poromètres 
soit ·obnormalretum· en cos de différence entre les paramètres. Un grand 
nombre de telles octions internes sont définies permettant ainsi la 
réalisation de nombreux contrôles. 
Le langage utilisé TDL permet oussi l'utilisation de variables locales 
qui peuvent être utilisées comme compteurs d'octions ou d'événements. Lo 
gestion des timers est également possible grâce aux commandes ·set 
limer <nom> <durée>· (positionnement d'un timer lors d'une action), ·stop 
limer <nom>· (arrêt d'un timer lors d'une action) et ·timer <nom>· 
(expiration d'un timer constituant un événement). 
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4.3.4. L"nr-chitectur-e de l"Agence De 11nformntigue {ADll 
4.3.4.1. Introduction 
Le projet pilote fnmçais RHIN mis sur pied par l'Agence De 
l'lnf onnotique (ADI) ou début de l'onnée 1981 s'est fixé comme objectif 
général d'accélérer l'utilisation effective des standards de 
télécommunication en France. Pour ce faire, les recherches réalisées ont 
pour objectif de définir et d'expérimenter un environnement technique 
nécessaire à 1'é10bor0tion (édition), l'évaluation (validation f onne11e), 10 
quolification (test de conf onnité), 10 promotion et 10 diffusion de 
protocoles nonno1isés. 
Dons Je codre des tests de conformité, Je projet 8 abouti à la 
réolisotion de deux outils disponibles tous deux depuis fin 1982 : 
-6ENEPI : un générateur d'éléments de protocole; 
-CERBERE: un outil d'espionnoge du service réseou. 
Une architecture globole STQ (Système de test et de Quolificotion) o 
égolement été définie mois por monque d'inf onnotions, seuls ses principes 
seront énoncés. Lo section qui suit décrit successivement 1 es out i 1 s 
Cerbère, Genepi et l'architecture STQ s'écartant ainsi quelque peu de 10 
structure d'ana 1 yse utilisée jusqu'à présent. 
4.3.4.2. Architecture et analyse des composants 
Lo vérification de conformité â des protocoles de haut niveou est un 
processus complexe, cette complexité étant dûe d'une part à l'aspect 
•réporti· de ce processus, et d'autre port oux conditions spécifiques de son 
environnement (â savoir ne pos intervenir dans le système â tester). 
C'est lo raison pour laquelle plusieurs méthodes sont développées en 
parallèle dons le codre du projet RHIN. 
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CE/i!BE/i!E 
Cerbère est un outil d'espionnage du service réseau et de simulation 
de défaut de qualité de service de celui-ci . Intercalé entre le réseau et le 
système â tester, il se comporte vis-â-vis du réseau comme un équipement 
terminal de traitement de données (ETTD) et vis-â-vis du système â tester 
en tont qu'équipement de terminaison de circuit de données (ETCD), comme 
le montre la figure 4.1 O. 
leniinal •e contrôle 
Fictier journal 
INUVSEIR 
fllRIS 
NIU 3 NIU 3 
NIU 2 NIU 2 
NIU 1 NIU 1 
mo ETCI 
Fï1ure 4.1 O : structure intene •e I·11til Cenère. 
Système à 
tester 
Cerbère a deux fonctions principales, o savoir la gestion du protocole 
X25 et l'analyse des paquets de données et leur manipulation. 
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Gestion du protoco 1 e X25 : re 1 ni s 
Cette portie du softwore comporte un ensemble de fonctions pour 
assurer 10 réception et l'envoi de poquets selon les spécifications X25. On 
y retrouve deux implémentotions de X25, l'une f onctionnont en tont 
qu'ETCD et l'outre en tont qu'ETTD. Cette portie oppelée relais 
échonge des poquets ovec une seconde portie l'analyseur vio un ensemble 
de primitives qui correspondent o lo définition du service de lo couche 
réseou (mêmes primitives que dons lo relotion niveou 4/ niveou 3). 
Analyse et manipulntion des paquets : analyseur 
En ce qui concerne les fonctions d'0nolyse et de monipulotion, il 
opportient o l'opéroteur de définir un ensemble de routines réolisont de 
telles fonctions. Ainsi, il 6ssociera o choque élément de protocole pouvont 
être reçu une routine d'on6lyse et de monipulotion rédigée dons un longoge 
de h6ut nive6u (PASCAL). 
Lorsqu'un élément de protocole est reçu et transmis o 1'6n6lyseur, les 
opérotions suivontes sont réolisées : 
- décodoge de l'élément de protocole et détermin6tion de son type ; 
- exécution de lo routine d'onolyse et de monipulotion associée ; 
- mise o jour éventuelle de voriobles internes; 
- stockoge et/ou impression éventuelle d'inf ormotions. 
En vue de f 6Ciliter 16 tâche de l'opéroteur dons lo ré61isotion des 
routines d'onolyse, un ensemble de fonctions de bose lui sont offertes. Ces 
fonctions, qui peuvent être utilisées dons les routines d'onolyse rédigées 
por l'opérateur, sont les suivontes : 
- fonctions d'6ffich6Qe permettont 16 définition de f orm6ts d'écran et 
l'impression de données f orm6tées ; 
- fonctions de stock6Qe permettont d'enregistrer des données et 
inf ormotions de contrôle dons des fichiers de l'opéroteur; 
- fonctions mothémotiques de colculs stotistiques tel que des c61culs 
de moyenne, V6ri6nce et éc6rt-type; 
- fonctions d'étude du rése6u permettant une étude stotistique de 
l'utilisotion du réseou (nombre de demondes de connexion, t6ille moyenne 
des éléments de protocole véhiculés, . . .) ; 
- fonctions de simulotion de défout de qu61ité du service rése6u : 
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Sur demonde de l'opérateur ou lors de lo détection d'un événement 
particulier par l'onalyseur, Cerbère pourro générer des erreurs dans le 
service réseau telles que la perte, l'oltération, lo duplication de données, 
des réinitiolisations, des libérations, .. . ; 
- fonctions de dototion permettont d'introduire une chronologie dons 
lo survenonce des événements. 
Hode de fonctionnement 
Cerbère permet de gérer 16 connexions ou maximum. Chacune de ces 
connexions peut se trouver dons un des trois états suivants : 
- étot transparent : tous les poquets traversent l'outil sons qu'il y oit 
onolyse ou monipulotion; logiquement, on peut considérer dons ce cos que 
Cerbère n'est pos utilisé. 
- étot porallèle : tous les poquets traversont Cerbère sont onolysés et 
transmis simultanément vers l'outre coté. Les données transmises ne 
peuvent être monipulées (oltérées). Le trafic entre le centre de test et le 
système il tester est par conséquent indépendant de l'onolyse. Cet état est 
utilisé pour des analyses de longue durée telles que des mesures 
stotistiques ou de perf ormonce. 
- étot série : tous les poquets traversont Cerbère peuvent être 
analysés et manipulés. Les poquets sont transmis uniquement lorsque leur 
onolyse et/ou leur monipulotion est terminée. Si les fonctions réolisées 
ralentissent le flux des données, oucune donnée ne sera pour outont perdue 
étant donné que Cerbère utilise les principes du contrôle de flux X25/3 
(méconisme de fenêtre et des accusés de réception). Cet étot est utilisé 
pour les tests de conformité et permet, en porticulier, d'introduire des 
erreurs dons 1 e servi ce réseau. 
Ainsi , Cerbère intervient comme outil complémentoire de test ou sein 
d'une architecture. 11 peut ou non être inséré dons celle-ci selon les tests 
que l'on désire mener. Notons égolement que cet outil est indépendont du 
centre de test puisqu· aucun mécanisme de transfert d'inf ormotions entre 
ce centre et Cerbère n'est prévu. En f oit, Cerbère est utilisé comme outil 
autonome. De plus, étont indépendant des protocoles â tester, n peut être 
utilisé quel que soit le protocole â tester. Ainsi, sur base des fonctions 
élémentaires, l'opérateur pourro bâtir des programmes décodont les 
éléments de protocoles de niveau supérieur (transport, session, .. .) ofin de 
les analyser, les manipuler, les afficher, . . . . 
- 65-
7 
- --------
Etude des outils de test 
Gt!lll!lli 
Genepi est un génér8teur d'éléments de protocole c'est-à-dire un outil 
susceptible de construire des éléments de protocole-(N) et d'utiliser le 
service-(N-1) pour éch8nger ces éléments 8vec l'IAT. De plus, Genepi est 
indépendont du protocole o tester. Il est conçu pour monipuler des objets 
qui correspondent oux concepts de bose d'un protocole : élément de 
protoco 1 e-(N), 8ccès 8U servi ce servi ce-(N-1 ) , mi se en correspond8nce des 
éléments de protocole-(N) d8ns les demondes à envoyer ou service-(N-1 ). 
Genepi ne connoît pos les f ormots des éléments de protocole-(N) mois est 
copob 1 e de 1 es opprendre. 
Genepi est bosé sur le principe qu'un protocole peut être •écloté· en 
trois port i es : 
- le codoge et le décodoge des éléments de protocole oinsi que leur 
p8ss8ge por 1 e servi ce-(N- 1 ) ; 
- lo structure de contrôle du protocole (qui définit lo monière dont 
sont gérés les possoges d'un étot o un outre) ; 
- lo monipulotion de voriobles internes. 
Codege - Décodege 
Pour choque élément de protocole, on définiro trois types de 
représentotion : 
- lo représentotion externe correspondont oux f ormots tels qu'ils sont 
décrits dons lo norme ; 
- lo représentotion logique définissont une vue logique de l'opéroteur 
sur ces éléments de protocole (POU). Celle-ci reprendro pour choque POU 
son nom, le nom de ses poromètres et leur voleur; 
- lo représentotion interne non connue de l'opéroteur et uniquement 
monipulée ou sein du généroteur. 
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ser1ice-(N- I ) f 1rm11ts des PII 
Figlre 4.11 (1) : strucue inter1e de r11tl 6enepl. 
Conœlcteu- de 
tes1 
ser1ice-(N-I) 
Ill tlnes-actiOIS 
F 1rm11ts des PII 
figln 4.11(11): structw-e interae de r.• tl Genepi/11. 
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Lorsque l'opérateur désirera tester un protocole, il définiro : 
- les f ormots des éléments de protocole (représentotion externe); 
- la représentation logique ; 
- les correspondonces existont entre ces deux représentotions. 
Sur cette base, deux routines internes de codage et décodage seront 
générées automatiquement. 
Structure de contrôle du protocole 
Dons une première opproche (6enepi), tout contrôle est loissé à 
l'opérateur qui sur base d'un événement (apparition â l'écran de contrôle 
d'un élément de protocole reçu) détermine quelle action il désire réaliser 
pour poursuivre le test. Cette opproche interactive est très lourde et 
entraîne de fortes pertes de temps. Elle est illustrée n la figure 4.1 l(o). 
Une seconde opproche (6enepi/ A - figure 4.1 l(b)) consiste en 
l'odjonction d'un composont - le conducteur de test - susceptible de guider 
le test sur base d'une table d'états (automate). Pour ce faire, l'opérateur 
doit définir lo liste et le f ormot des différents événements pouvont 
survenir oinsi que les tronsitions inter-étots. Les événements possibles 
sont l'arrivée d'un élément de protocole, l'indication d'un service-(N-1) ou 
des événements internes tels que l'expirotion d'un timer ou une commonde 
de l'opéroteur. L'opéroteur mentionnera égolement pour tout événement et 
pour tout étot le nom d'une procédure â exécuter (appelées 
routines-oct ions). 
Ces routines sont constituées d'un ensemble de commandes 
permettont de construire des éléments de protocole, d'occéder ou 
service-(N-1 ), de monipuler des voriobles locoles, de tester les 
poromètres des événements ou de fixer l'étot du protocole. 
t1anipulntion de variables internes 
Un ensemble de commandes pouvont être utilisées por l'opéroteur lors 
de lo rédoction des routines ossociées â choque événement sont offertes 
por Genepi. Ces commondes permettent : 
- dïnitioliser des chomps d'éléments de protocole ovec des voleurs de 
voriobles ; 
- de réoliser différentes opérotions sur les voriables ; 
- d'offecter une voleur â une voriable en utilisont soit des constontes 
soit des chomps d'élément de protocole reçu. 
- 68-
Etude des outils de test 
Hode d"utilis8tion 
Comme le montre lo figure 4.12, Genepi envoit les éléments de 
protocole qu'il génère â l'implémentotion â tester vio un moyen de 
communicotion (réseou). Celle-ci réogit en conséquence et f oumit 
certoines indicotions o son niveou utilisoteur : le répondeur p8ssif. Ce 
répondeur est un composant ou comportement connu et non ombigu. Quon~ 
il reçoit un indicotion de service de l'IAT, il y répond en émettont une 
demonde de servi ce vers 1 o couche i nf éri eure. Cet te demonde est 
tronscrite en élément de protocole et est tronsmise vers le centre de test 
(vio le réseou) où l'on peut observer le comportement de l'IAT. Lo 
technique employée est donc clossique pour une orchitecture 
décentro 1 i sée. 
Répondeur 
Passif 
4. 
1t 
GENEPI IRT 
0 0 
0 0 
Moyen de communication fiable 
Figure 4.12 : utilisation de Genepi. 
Lorqu'il utilise Genepi, l'opérateur définit dons une première phose les 
formols des éléments de protocole (deux représentotions : externe et 
logique). 11 introduit ensuite diverses commondes et observe leur résultot 
dons une séquence telle que lo suivonte : 
- introduction d'une commende d'occès ou service-(N-1) (demande 
d'ouverture d'une connexion-(N-1)) ; 
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- 6n61 yse de 16 primitive de servi ce-(N-1} reçue ( connexi on-(N-1) 
6CCeptée et ouverte); 
- introduction d'une comm6nde permett6nt de composer des PDU 
(construction d'un élément de protocole-(N) connect request). 
L'opér6teur utilise donc Genepi comme un outil d'6ide : 
- à 16 construction d'éléments de protocole; 
- 6U décodnge des éléments de protocole reçus ; 
- o 1'6ccès nu service-(N-1) ; 
- à 16 m6nipu16tion et 16 mémoris6tion de V6ri6bles internes. 
Sl'STEIIE DE TEST ET DE ll_UALIFICATJON lST{I) 
Ln figure 4.13 représente l'orchitecture STQ. P6r monque 
d'inf orm6tions, nous ne dét6illerons p6s celle-ci . Notons cepend6nt 
qu'elle devroit être basée sur les principes suivants : 
- utilisation d'un protocole de test semblable o celui utilisé dans 
l'approche NPL pour fixer le comportement du répondeur possif ; 
- l'implémentation équivalente à l'IAT serait composée: 
* d'une interf oce de service stondord (A) ofin de permettre 
à 10 couche (N+ 1) (testeur) d'accéder ou service ; 
* d'une interf oce odditionnelle (B) afin d'occéder aux 
fonctions de troce et de génération d'erreurs ; 
* des traces situées â trois niveaux permettant d'étudier 
les événements aux interfaces N+ 1 /N (S 1) et N/N-1 (S2) 
ainsi que les voleurs de variables d'étnt du protocole (S3); 
- utilisation d'une connexion de service pour le transfert de 
commondes vers le répondeur p0ssif (comme c'est le cos pour 
l'architecture Bull à la différence près que dans STQ, le5 deux 
connexions passent par l'IAT) ; 
- 6djonction à 1'implément6tion de référence d'un générateur 
d'erreurs C6p0ble de générer des erreurs de protocole, d'activer les 
traces, de mettre en jeu toutes les voleurs possibles des poramètres 
d'éléments de protocole. 
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S2 
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Testeur .... Protocole de test Réponde..-~ , 
- Passif 
' 1 . j ~ (R) (8) 
1 ~ ,, , 
Il 6( IRT 
j J 
1. 1r 
l 11plêmentatio1 111plementatio1 
(N-1) (N-1) 
J j 
, . ,, 
Moyen de c1mmunication fiallle 
Ill : implémentati1n 8 tester 
GE : générnteur d'eHception 
s 1, s2, S3 : sondes 
Il: i11plémentatio1 de référence 
Figure 4.13 : proposition Il 'architecture de l'ID 1. 
Le système STQ est un système comp 1 et de test. Ut i 1 i sé en 
conjonction avec Cerbère, n permet de tester tous les états possibles 
et paramètres des protocoles, Cerbère permettant de simuler les 
stimuli fournis par la couche réseau. Ce système est dépendant des 
protocoles par opposition à Genepi qui est indépendant du protocole. 
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4.3.5. L ·ar-chitectur-e de Bull 
4.3.5.1. Introduction 
Le groupe BULL 6 conçu un système décentrolisé pour tester les 
implément6tions de protocoles ISO/OSI. Ce système, 6ppelé STP (System 
for Testing Protocol) o été él6boré dons le C6dre d'un 6ccord conclu entre 
douze constructeurs européens : ICL, GEC, Plessey, Siemens, Nixdorf, AEG, 
Olivetti, STET, Philips, Thomson, CGE et Bull. Cet 6CC0rd étobli en m6rs 
1984 vise le développement et 16 mise ou point d'implémentotions de 
protocoles correspondnnt nu modèle 1SO/OS1. Ces protocoles devront 
permettre 6UX utilisateurs des machines de ces différents constructeurs 
de communiquer entre eux. 
4.3.5.2. Grophe de 1 ·orchi lecture 
Hgpolhëses 
- Le modè 1 e OS I est généro 1 ement considéré comme une pi 1 e 
d'implémentotions de protocole où l'on ne peut occèder qu·o 
l'implément6tion supérieure. Cette situotion empêche l'utilisoteur d'ovoir 
accès â différents nive6ux de communication (session, tronsport, . ..). En ce 
qui concerne les tests, les inf ormotions échongées entre le testeur et le 
répondeur passent nécessoirement por l'implémentotion â tester qui, par 
définition, est un composant à comportement indéterminé. Vu la difficulté 
d'ocheminer les instructions ou répondeur, cette situ6tion diminue le 
contrôle de l'exécution des tests. 
Afin de remédier à cet inconvénient, Bull structure les 
implémentotions des différentes couches de protocoles du modèle OSI 
suivant une disposition que l'on pourrait quolifier de ·disposition en 
escolier· et qui est représentée â la figure 4.14 . Lo c6roctéristique 
principole de cette disposition est qu'un utilisoteur peut ovoir occès t\ 
n'importe quel niveou de communicotion. 
O6ns le but de rendre uniforme l'occès â ces différents niveoux, une 
interface généralisée est construite. 
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Utilisateur 
1 NTERFRCE 6ENERRL I SEE . 
Session 
Transport 
Réseau 
Figure 4.14 : implémentation en escalier. 
Architecture 
La figure 4.15 représente l'8rchHecture du ·system for Testing 
Protocol de Bun· de Bull. 
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ce•tre de test 
---------· 
MIT 
825/ 
1_2_3 
1 
CS 
CT 
FD : ficlllier des don•ées 
FJ : fichier jo1mal 
MIT : mmlule des implémentations 
testées 
Site client 
né,onde•r à 
double nlueaua 
16 
IRT 
- - - - - - -
1 
MIT 
825/ 
1--2_3 
1 
16 : interface 1énér81isée 
1 HT : implémentation à 
tester 
es : con•eaion de seruice 
CT : connealon de test 
Figure 4.1 S : architecture de Bull. 
- 74 -
Etude des outils de test 
4.3.5.3. Analyse des composants de l'orchitecture 
Composants du centre de test 
Les composants du centre de test doivent permettre d'échanger des 
éléments de protocole-(N) avec l'implémentation à tester de niveou-(N), 
via un service-(N-1 ). Afin de construire les éléments de protocole-(N) à 
envoyer à l'implémentation à tester-(N), différentes techniques peuvent 
être utilisées dons le centre de test, à savoir celle de l'implémentation de 
référence, celle de l'encodeur/décodeur et celle de lo substitution. Lo 
première méthode a été étudiée lors de l'onalyse de l'architecture proposée 
por le NBS (voir section 4.3.2). La seconde a été vue lors de l'analyse de la 
proposition du NPL (voir section 4.3.3). 
Quant à la technique de substitution, elle est basée sur la 
construction directe des éléments de protocole par un générateur 
d'éléments de protocole, en lieu et en place de l'implémentation de 
référence. C'est la technique adoptée par Bull . 
1. Générateur-
Sur base d'un scénario, le générateur construit les éléments de 
protocole destinés à 1'implément8tion à tester, ainsi que les primitives de 
service devant être communiquées par le répondeur du site client à 
l'interf oce supérieure de l'implémentation à tester. Une fois les éléments 
de protocole et les primitives construits, ils sont transmis à 
l'implémentation à tester par les services-(N-1) sous-jacents, et 
respectivement o travers les connexions de service et de test établies. 
Les éléments de protocole-(N) en provenance de l'implémentotion à 
tester sont reçus grâce o ces services sur lo connexion de test, tandis que 
1 es i ndi cotions de servi ce tronsmi ses por 1 ·1 AT ou répondeur sont 
acheminées sur 18 connexion de service. 
Les principoles fonctions assurées por le généroteur de Bull sont : 
- l'établissement de deux connexions-(N-1) : 10 connexion de service 
(CS) et la connexion de test (CT) ; 
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- la génération d'éléments de protocole-(N) et l'envoi de ceux-ci â 
l'implémentation â tester, sur la connexion de test ; 
- la génération des primitives de service-(N) il transmettre il 
l'interface supérieure de l'implémentation â tester, et l'envoi de celles-ci 
sur 18 connexion de servi ce ; 
- le décod8ge des éléments de protocole-(N) générés par 
l'implémentation â tester et reçus sous forme d'indications de 
service-(N-1) sur la connexion il tester; 
- 1 e décodage des i ndi cotions de servi ce-(N) générées p8r 
l'implémentation il tester sur son interface supérieure. Ces indications de 
service sont transmises ou centre de test, par le répondeur du site client, 
Yi a 1 a connexion de servi ce ; 
- la manipulation des timers; 
- la gestion des fichiers. 
2. Nodule des implémentations testées (t11Tl 
Lorsque l'implémentation â tester est celle d'une couche supérieure â 
lo couche transport (session (5), présentation (6), application (7)), ce 
module contient les implémentations vérifiées et correctes des couches 
inférieures â celle testée et non comprises dans le module X25 (voir 
ci-dessous). Por exemple, si l'implémentation il tester est celle d'un 
protocole de session, le MIT contient l'implémentation vérifiée de la 
couche transport. Lorqu'elles sont nécessaires, ces implémentations sont 
utilisées par le générateur. 
3. X25/ 1 _2_3 
Ce module contient les implémentations vérifiées et correctes des 
couches 1, 2, 3 telles qu'elles sont spécifiées dans l'avis X25 du CCITT et 
permet au site client d'entrer en communication avec le noeud d'entrée du 
réseau selon l'interf oce standard X25. Ce réseau permettra la transmission 
de données entre le répondeur et le centre de test par l'intermédiaire des 
connexions de service et des connexions de test. 
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Compos1111ts du silt! cliMI 
1. Répondeur--
Sui vont le modèle des implémentotions en escolier, un répondeur, 
appe 1 é •répondeur- à doub 1 e ni veeux· (RDN) est déve 1 oppé sur 1 e si te 
c 1 i ent. Ce répondeur constitue un composont 1 ogi ci e 1 ayant accès d deux 
niveaux de communict1tion : le niveau-(N) de l'implémentation d tester et 
un niveau inférieur déjil testé (par exemple (N-1 )). La caractéristique 
principale d'une telle configuration est d'être capable d'établir des 
échanges fiables entre le système de test et le répondeur grâce il une 
connexion ne passant pas por l'implémentation il tester, qui possède un 
comportement imprévisible. Cette connexion est oppelée connexion de 
service (CS) et se différencie de lo connexion de test (CT) exploitée par 
l'implémentotion â tester. Le rôle du répondeur est de gérer ces deux 
connexions en : 
- considérant les données reçues sur la connexion de service comme 
des demondes de service â transmettre vers l'implémentotion â tester-(N); 
- tronsmettont les primitives de service de type indicotion reçues de 
l'implémentotion d tester ou centre de test, au moyen de la connexion de 
servi ce, en ut i li sont 1 e servi ce-(N-1) rottaché â ce 11 e-ci. 
Lorsque l'on entame un test, l'implémentotion â tester peut être 
atteinte par l'intermédioire de son interf oce vers le bos et une connexion 
de test ou via son interface vers le haut et une connexion de service, 
préoloblement établie entre le système de test et le répondeur. 
Pour mettre en oeuvre un tel répondeur, la connaissance de 
l'interf ace-(N) de l'implémentation il tester-(N) et de l'interf ace-(N-1) de 
l'implémentation déjil testée sont requises. Ainsi, si l'implémentation il 
tester représente un protocole de transport (N=4), le répondeur gèrera 
l'interface supérieure de cette implémentation et l'interf oce supérieure 
d'une implémentation déjâ testée de la couche réseau (N-1 =3). 
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2. lnterf nce générnlisée (16} 
l'IG est une interface entre le répondeur à double niveaux et les 
implémentations inférieures. Elle permet au répondeur une utilisation plus 
aisée des implémentations de niveau inférieur en lui évHont de connoître 
la f oçon dont les primitives de service doivent leur être communiquées 
(soH por file d'attente, soH par pipe/UNIX, soit par fichier intermédiaire). 
3. lmplémentntion è tester {IATl 
l'IAT est l'implémentation d'un protocole défini dons le codre du 
modèle OSI et pour laquelle on désire établir lo conf ormHé por rapport oux 
spécifications de ce même protocole. 
4. Module des implémentntions testées (t11Tl 
Ce module remplit la même fonction que son homologue du centre de 
test, mis â port le f oit que lorsque ces implémentations sont utiles, elles 
sont sollicitées par l'implémentation à tester ou le répondeur et non plus 
por 1 e générateur. 
5. X25/ 1 _2_3 
Comme il l'o été expliqué ci-dessus, ce module permet ou site client 
d'entrer en communication ovec le noeud d'entrée du réseau auquel il est 
rattaché. 
Fichiers utilisés 
Les fichiers tenus il jour por le générateur sont : 
- le fichier joumnl (FJ) contenant ( 1) les éléments de protocoles 
générés et reçus por le générateur et (2) les primitives de service 
générées pour l'interf oce supérieure de l'IAT et les indicotions de service 
apparues sur cette interf oce ; 
- le fichier des données (FD) contenant les données à introduire 
dons les éléments de protocole et dons les demandes de service â 
transmettre o l'IAT. 
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C11r11ctéristiq1H1s dt! /11 lt!cllllique STP (Sgslt!III ,or Tt!sling 
Protocol) · 
1. Pas de protocole de test 
Dons cette technique, le répondeur o double niveou n'o pos 
d'intelligence en ce sens qu'il n'effectue aucun traitement sur les données 
qu'il reçoit de l'implémentation â tester ou de la connexion de service. De 
même, il ne fait aucune manipulation de l'interface de l'implémentati-on â 
tester sons en ovoir eu l' ·autorisation· de la part du centre de test. 
Lorsqu'il reçoit une indication de service sur l'interf ace-(N) de 
l'implémentation â tester, il l'envoie immédiatement ou système de test 
en utilisant la connexion de service. Lorsqu'il repère sur la connexion de 
service, une indication de service-(N-1) contenant une demande de 
service-(N), il la délivre immédiatement â l'implémentation â tester. 
Ainsi, le système de test contrôle le répondeur via la connexion de service 
et sans protocole de test spécifique. 
2. possibilité de tests hi-directionnels 
Lo technique utilisée permet d'évoluer le comportement de 
l'implémentation â tester pour les deux sens possibles d'initialisotion de 
la connexion entre le centre de test et le site client. Ainsi, dans le cos où 
la connexion est demandée par le centre de test, lo technique permet de 
vérifier la réoction de l'implémentation en réponse aux indications de 
service-(N-1), reçues sur l'interface inférieure, via la connexion de test. 
lnversément, dans le cas où la connexion est initiée par le site client, elle 
permet de vérifier le comportement de l'implémentation suite aux 
demandes de service-(N) reçues sur l'interface supéri&ure. Ces demandes 
de service sont communiquées au site client via la connexion de service. 
3. Pes de support magnétique requis sur le site client 
L'activité de test, dans le site client, est centrée seulement sur le 
comportement de l'implémentation â tester et il n'est pas nécessaire de 
garder une trace des échanges entre l'implémentation et le répondeur. 
En effet, le contenu de ces échanges peut être totalement enregistré 
dans le centre de test. 
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4. Possibilité de contrôler ln réaction de l"implémentntion 
nux erreurs 
Ces erreurs sont de deux types : 
- les erreurs de protocole (erreurs dtms les poromètres de l'élément 
de protocole, éléments de protocole inconnus, éléments de protocole 
volides mois dons un contexte incorrect, . ..) ; 
- les erreurs de service (primitives de service non ottendues, 
primitives de service ottendues mois ovec des poromètres involides ou non 
spécifiés). 
Ces erreurs sont obtenues grôce ou générnteur. En effet, les erreurs 
de protocole sont produites dons le centre de test lors de lo construction 
des éléments de protocole et sont tnmsmis à l'implémentotion à tester vio 
lo connexion de test. Les erreurs de service sont également générées dons 
le centre de test et sont communiquées à l'implémentation à tester vio le 
répondeur et lo connexion de service. 11 est oussi possible d'induire des 
retords dons lo trnnsmission des éléments de protocole ofin de vérifier lo 
monipulotion des timers por l'IAT. 
4.2.5.4. Méthodes de réolisotion des tests 
L'exécution des tests dons le centre de test est bosée sur le f oit 
qu·oprès choque envoi d'un messoge sur lo connexion de service (CS) ou sur 
lo connexion de test (CT), tout outre envoi ne peut ovoir lieu sons ovoir 
reçu une réponse à ce messoge ou un signol d'expirotion de limer. Cette 
réponse peut être un message reçu sur lo CS ou lo CT. Un scénario dons le 
codre de l'orchitecture STP (System for Testing Protocol) est une suite de 
commondes devont être exécutées por le généroteur. Ces commondes 
représentent les événements attendus ou à générer sur les deux 
connexions, et ce, ofin de contrôler le comportement de l'IAT à différents 
moments (étoblissement d'une connexion, tronsf ert des données (normoles 
ou express), fermeture d'une connexion). 
De tels scénorios sont obtenus de deux f oçons : 
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a) la méthode du • testing grM/J..· 
Le ·testing graph· est un graphe orienté, composé d'un ensemble fini 
de noeuds reliés entre eux par des arcs. Chaque noeud spécifie soit l'envoi 
ou la réception d'un message, sur la connexion de test ou la connexion de 
service, soit l'expiration d'un limer. 
Shématiquement, un noeud est représenté par un numéro et soit par un 
flèche·<--· pour indiquer la réception d'un message ou par une flèche·-->· 
pour indiquer l'émission d'un message. La survenance d'un événement 
(réception ou envoi) sur la connexion de service est signalée par une flèche 
(<-- ou -->) sur laquelle figure la mention -es· tandis que la survenance 
d'un événement sur la connexion de test est signalée par une flèche(<-- ou 
-->) sur laquelle figure la mention ·cT·. Les messages entourés de 
parenthèses signifient qu'ils sont envoyés ou reçus par des primitives de 
transfert de données de niveau (N-1). 
Ainsi par exemple, 
(TCONrDq) 
CS 1 
signifie que l'on accède au noeud 1 du graphe de la figure 4.16 lorsque 
le générateur envoie (flèche -->) sur la connexion de service (CS) la 
primitive T _CONNECT.request. Par contre, on accède au noeud 2 présenté à 
la figure 4. 16, 
CT 2 
NCONind -~ __ _ 
si le générateur reçoit (flèche <--) sur la connexion de test (CT) une 
primitive N_tONNECT.indication. En fonction des événements et produits 
par le générateur, le parcours des différents arcs du graphe se fera 
différemment, ce qui correspondra à la production des divers scénarios de 
test. 
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(TCT»JreqJ -> I= 
~
5 1 l Il\ 2J 1 ---------'-,/ 
------'l l I= (TDIS1ndJ <- I= 
1 2 Cb 1 7 
teO'Jlnd <- I= 1 
CT 1.___1 --
1= ,+ _J I= (TDISindJ <- 1 • 
1 J I s-----~19 
f'CONrsp -> I= M>I5req -> I= M>IScnf <- I= 
c, L 
(IDISind) <- I= 
0 25 
1 11 
I= 
I== 
1 10 
1 
1 12 
M>IScnf <- I= 
l=_J I= 
1 4----------1 1J 
(CR)<- I= (DR)-> I= (ER)-> 
~T L 
~-~0 26 0 27 
1 
1 
I= (IDISind) <- I= (IDI5ind) <- I= 
(CC} ë~ 1 jlL:.:l=================l=-14-------,116 
(TCONcnf ) <- I= 1 + (IDISind) <- 1 ~ 
es 1 6 1 17 1 19 
I= (DR J <-· I= I= 
Figure 4.16 : représentation 
d"un ·testing greph·. 
L0~ 
I= I= 
I 18 I 20 
(OC)-> I= (DR)<- I== jl0 29 
(TDISind) <- I= I== 
I 21 
I= 
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Par construction, le générateur après avoir envoyé un message sur une 
connexion ne peut qu'attendre l'arrivée d'un message en provenance du site 
client. Dons notre cos, la primitive T _CON.request sera transmise via 16 
connexion de service à l'IAT. Celle-ci devra réclamer l'établissement d'une 
nouvelle connexion (par un N_CONNECT.request), qui ser6 en fait la nouvelle 
connexion de test. Cette demande d'établissement sera signalée au centre 
de test par un N_CONNECT.indic6tion. Dès ce moment, le noeud 2 du graphe 
est atteint. Le générateur répond sur cette connexion p6r un 
N_CONNECT.response (noeud 3). Cette réponse parviendra o l'IAT sous 
forme d'un N_CONNECT.confirm. L6 connexion rése6u est m6inten6nt 
ét6blie. L'IAT V6 générer un élément de protocole d'ét6blissement de 
connexion de transport (CILTPDU} contenant les paramètres spécifiés dans 
le T _CONNECT.request. Cet élément de protocole est envoyé sur 16 
connexion de test venant d'être construite â l'aide d'une primitive réseau 
de transfert de données. Lorsque ces données sont reçues par le 
générateur, le noeud 4 est atteint. Le générateur construit ensuite un 
élément de protocole de confirm6tion de connexion de tnmsport (CC_TPDU} 
et l'envoit sur la connexion de test (noeud 5). 
Lorsque cet élément de protocole sera reçu par l'IAT, celle-ci devra 
signaler à son utilisateur (c'est-â-dire le répondeur} par la primitive 
T _CONNECT.confirm que la connexion de transport a pu être établie. 
Lorsque cette primitive sera communiquée 6U générateur, par le répondeur 
et via la CS, le test sera terminé, le noeud 6 (noeud terminal} étant 
atteint. 
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4.3.6. t·erchitecture de 6t1D 
4.3.6.1. Introduction 
Lo GMD (Gesellschoft für Mothemotik und Dotenverorbeitung) a mis ou 
point une 6rchitecture pour tester les implément6tions de protocole, d6ns 
le c6dre du projet TESDI (TESting ,md Q!0gnosis 0id for high level 
protocols) ent6mé en m6rs 1981. 
L6 GMD mène ce projet en col10bor0tion 6vec le NPL et s'intéresse plus 
particulièrement 6U test des implément0tions de 10 couche session (nive0u 
6). 
L'architecture proposée p6r la société allemande doit 0ider les 
ré6lis6teurs d'un protocole lors du développement de leur implément6tion 
et doit pouvoir établir, à 16 demtmde de ceux-ci, la conformité de 
l'implément0tion él0borée p0r ropport 6U protocole st0nd0rd c· Arbitr0tion 
testing ·). C'est dons cette optique que ser0 étudiée cette 0rchitecture. 
4.3.6.2. Gr0phe de r0rchitecture 
Hgpolhëses 
- les services de test sont offerts per le GMD vie le réseeu public 
ollemond de communicetion par poquets DATEX-P ; 
- eucune exigence n'est imposée sur les cerectéristiques du système 
où est localisée l'implémentollon â tester; 
- rutiliseteur du système GMD qui désire tester son implémentation 
o lo responsobilité de la gestion du test (sur le site client et le centre de 
test). Aucune personne outre que lui-même n'est requise pour suivre 
révolution du test. Cet utilisoteur dispose pour réaliser les tests : 
1. d'un termin0l de contrôle relié, vi0 DATEX-P ou centre de test. Ce 
terminal lui permet de commander et de suivre l'exécution des tests ; 
2. d'une console reliée directement ou site client. Cette console lui 
permet de commonder et de suivre l'exécution des tests. 
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Architecture 
L'architecture de la GMD est représentée globalement 6 la figure 4.17. 
Dans cette figure, on peut remarquer les trois éléments de base 
constituant cette architecture décentralisée : 
- le centre de test, contenant l'implémentation servant 
d'implémentation de référence, 
- le site client, contenant l'implémentation 6 tester, 
- le terminal de contrôle, o portir duquel l'opérateur 
engagera les différents tests de conformité et suivrn leurs 
exécutions. 
Centre de test Site client 
DRTEILP 
,___I_R __ ...J ------------GJ 
9 
PRO --z~ 
C : console 
TC : terminal de contrôle 
Figure 4.17 : présentation globale de l'architecture de la 6MD. 
Les composants contenus dans le centre de test et le site client sont 
détaillés respectivement dans les figures 4.18 et 4.19 et sont expliqués 
dans la section suivante. 
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4.3.6.3. An0lyse des compos0nts de 1'0rchitecture 
CINll/lfls11nls du centre de lest 
Le centre de test illustré â 16 figure 4.18 possède deux compos6nts 
principaux, o s0voir le testeur- actif et l'ordinateur- central Comme 
son nom l'indique, c·est d6ns le testeur 6Ctif que se déroule l'essentiel de 
1'6ctivité de test. L'ordin6teur centrnl offre surtout de grnndes C6p6cités 
de stock6ge d'inf orm6tions dont ne dispose p6s le testeur 6ctif. 
TESTEllRACTIF 
. 
Dans 10 figure 4.18, 16 configur6tion du testeur actif est représentée 
d6ns le c6s où l'implément6tion â tester est celle d'un protocole de 
tr6nsport. On peut y distinguer: 
1. t1odu1e X25 
Ce module permet au testeur actif d'établir des connexions de type 
X25 
- avec le site client pour m0intenir (ou créer) une connexion de test 
6vec l'implément6tion â tester; 
- 6Yec l'ordin6teur centrnl pour permettre le tr6nsf ert des résult0ts 
de test ; 16 connexion utilisée entre ces deux composants du centre de test 
est appelée connexion interne. 
2. t1odu1e X29 
Rappelons que 1'0vis X29 du CCITT règlemente l'éch0nge de commandes 
et de données entre un équipement terminal de traitement de données 
(ETTD) f onctionrnmt en mode p6quet et un système d'6ssemb16ge et de 
dés0ssembl6ge de p6quets (PAO). 
Ce module gère l'échange d'inf ormotions entre le testeur oct if et le 
PAO 6Uquel est relié le terminal de contrôle. 
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sne dient ce•tre de 1est 
I \ 
1 
12, 
jctlTT/4 1 
r---- . 
. . MIU 
c11sole · L25 - - - - - - - r - - - - - - - - - - -
c1nneHi11 
interae 
1 12, ~ - - - - - - - 2 
' 
Slf : s1stèr•e de trnnsfert 
de fichiers 
fj :fidier j11mal 
fi : fachier inteméd1ire 
Slf 
MIS., : module lies illl)lémenl1ti1•s 
sous-jttentes 
"' lesteur actif 
L25 
\,dinale•r te•trnl 
liE : génénlte•r ll'eHCeptions 
C15 : c1nducte1r de tests 
(illlpléœntnlion de 
niue11 5) 
figure 4.11 : c11111)0S81lts du centre de 1est. 
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3. Système de transfert de fichiers (STFl 
Ce module réalise le transfert de fichiers en communiquant avec son 
homologue dans l'ordinateur central. Ce transfert est enclenché 
automatiquement par le coordinateur de test (voir point 4 ci-dessous), 
lorsque la fin du test lui aura été signalée par l'opérateur. Ceci évite des 
interférences entre le trafic sur la connexion de test et le trafic relatif au 
transfert de fichiers (ralentissement du transfert des éléments de 
protocole dû à une activité supplémentaire du module X25). 
4. Coordinateur- de test 
A ce niveau une remarque concernant la réalisation des tests 
s'impose. En effet, il existe deux stratégies permettant de mener les tests 
sur cette architecture, â savoir : 
a) les tests manuels, dans lesquels le conducteur de test est 
contrôlé manuellement par l'opérateur grâce à des commandes de test ; 
b) les tests automatiques dans lesquels le conducteur de test est 
contrôlé par des commandes extraites d'un fichier. 
Dans cette étude, seule la méthode des tests manuels sera abordée, la 
mise en oeuvre de l'autre méthode constituant une voie de recherche 
ultérieure. Ainsi, les commandes de tests seront communiquées par 
l'opérateur au coordinateur, une à une, via le module X29. Les fonctions 
réalisées par le coordinateur sont : 
- la vérification syntaxique des commandes de tests transmises par 
l'opérateur et la transmission de celles-ci au conducteur de test ; 
- l'envoi de messages concernant le déroulement du test sur le 
terminal de contrôle de l'utilisateur; 
- la configuration de l'environnement de test, qui consiste en : 
* la sélection d'une implémentation de réf érence-(N) et du 
conducteur de test-(N) associé en fonction d'une commande d'initialisation 
de test. En effet, plusieurs implémentations de référence sont disponibles 
pour tester une même couche de 1'051. Par exemple, on peut vérifier la 
conformité d'une implémentation par rapport à une implémentation de 
référence du CCITT ou par rapport à une implémentation de référence de 
1'150. Le choix de l'implémentation de référence s'effectue en fonction du 
protocole qui a servi de base à l'implémentation à tester. 
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* les outres implémentotions de référence sous-jocentes â 
l'implémentotion de référence-(N) sélectionnée et non comprises pormi les 
implémentotions du module )(25 sont mises en oeuvre pnr le coordinoteur 
pour mener o bien les tests. 
5. Conducteur- de tests (CTl 
Le conducteur de tests est considéré comme rutilisoteur de 
l'implémentotion de réf érence-(N). Son rôle est de : 
- générer les primitives de demnnde de service-(N) o portir des 
commondes reçues por le coordinoteur (voir point 4 ci-dessus) et de les 
communiquer â 1'imp1émentotion de référence ; 
- tronsmettre les indicotions de services reçues de l'implémentotion 
de référence ou coordinoteur. 
6. Implémentation de r-éfér-ence 
Lo technique de l'implémentotion de référence est utilisée p8r 18 GMD 
pour · générer les éléments de protocole-(N). Cependont, por opposition ou 
NBS, où une seule implémentotion de référence est disponible por couche 
testée, GMD met â 18 disposition des utilisnteurs plusieurs 
implémentotions de référence pour une même couche du modèle OSI. (Celo 
dépend de lo disponibilité de st8nd8rds de protocoles émis pnr les 
différents orgonismes (ISO, CCITT, ... )). L'uti1is8teur pourro oinsi 
sélectionner p8rmi ces implémentotions celle qui constituero son 
implément8tion de référence. 
7. t1odule des tr-eces (t1T). 
Si l'opérnteur en o f oit lo demonde ou début des tests, ce module 
provoque l'enregistrement dons un fichier- tempor-eir-e (FT} des 
événements se produisont aux interfaces (supérieure et inférieure) de 
1'imp1ément8tion de référence. 
8. Générateur- d"exceptions (6El 
Cet élément permet de modifier le comportement de l'implémentotion 
de référence, notamment : 
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- par la variation de certains porométres contenus dons les éléments 
de protocole produits ; 
- por lo générotion d'éléments de protocole involides ou volides mois 
dons un contexte incorrect ; 
- en retordant la tronsmission des éléments de protocole et celo, 
ofin de contrôler les méconismes de timer mis en oeuvre por l'IAT. 
9. t1odule des implémentations sous-jacentes (t11SJ} 
Ce module contient les implémentations vérifiées inférieures à celle 
testée et non comprises dons le module X25. Le module des 
implémentotions sous-jocentes est inutile dons lo figure 4.18 étont donné 
que l'on teste l'implémentation d'un protocole de transport. 
OROINATEllR CENTRAL 
L'ordinateur central se compose d'un : 
11 Module X25 
Ce module permet à l'ordinateur central d'établir des connexions de 
type X25 avec le testeur actif pour permettre à son système de 
transfert de fichiers (STF) d'entrer en communication avec son 
homologue sur le testeur actif et ce, pour le transfert du contenu du 
fichier intermédiaire (tenu à jour dans le testeur actif par le module des 
traces) dans le f1chier Journal (FJ) de l'ordinateur central. 
2. Module X29 
Ce module permet l'étoblissement d'une connexion de type X29 entre 
l'ordinateur central et le PAD auquel est relié le terminal de contrôle. 
Cette connexion permettra à l'opérateur, après une session de tests, de lire 
les événements qui se sont produits pendant les tests, et qui ont été 
sauvegardés par le système de transfert de fichiers (STF) dans le fichier 
Journal. L'opérateur accède au fichier journal par 1'1nterméd1a1re du STF. 
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COl'IMANfJES DESTINEES Ali COOROINATEllR 
Ces commondes sont envoyées, vio le terminol de contrôle, ou 
coordinoteur por l'opéroteur Qui controle l'exécution du test, ·pos à pos·. 
Les commondes sont de trois sortes : 
1. Commandes d"inltiaHsation de test 
Ces commondes permettent ou coordi noteur : 
- de déterminer l'implémentotion de référence et le conducteur de 
test 6déquots, en fonction des besoins de l'opérateur ; 
- de mettre en octivité le module des troces, si l'opérBteur le Juge 
nécessoire. 
2. Commandes destinées au conducteur de test 
Ces commBndes sont traduites por le coordin6teur en primitives de 
service pour nmplémentotion de référence. 
3. commandes de génération d"erreurs 
Ces commBndes sont destinées ou génér6teur d'exceptions et 
permettent les manipulations énoncées dons lo description de ce module 
(voir point 8 ci-dessus). 
Compos1111ts dU site client 
Le site client est illustré à 18 figure 4.19. 
1. Module X25 
ce module permet au site client d'étoblir des connex1ons de test de 
type X25 Bvec le testeur octH, via le réseau public DATEX-P. 
2. Module des implémentations sous-jacentes (MISJl 
Ce module présente la même fonctionm1lité que celui du centre de 
test. 
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3. Implémentation D tester (IAT). 
l'IAT est l'implémentation d'un protocole d'une couche du modèle OSI 
et pour laquelle on désire établir la conformité par rapport aux 
spécifications de ce même protocole. 
4. Conducteur de test (CT). 
Ce composant a pour fonction : 
( 1) de générer les primitives de demandes de service â 
l'implémentation â tester â partir des commandes transmises au moyen. de 
la console par l'opérateur; 
(2) de transmettre â la console les indications de service reçues de 
l'IAT. 
5. Le tenni ne J de contrô Je et J n conso Je 
Comme il ra déjà été signalé précédemment dons les hypothèses, 
l'opérateur contrôle â lui seul l'exécution des tests sur le site client et le 
centre de test au moyen respectivement de la console et du terminal de 
contrôle. 
a) le terminal de contrôle 
Le terminal de contrôle est relié â un PAD au moyen d'une liaison X28. 
Ce PAD se charge d'acheminer les données transmises par l'opérateur au 
centre de test (testeur actif et/ou ordinateur central) en établissant une 
liaison X29 avec ce dernier. 
Rappelons que grâce â ce terminal, l'opérateur peut : 
- envoyer au testeur actif des commandes : 
* d'initialisation de test, 
* représentant des primitives de service destinées â 
l'implémentation de référence, 
* de génération d'erreurs. 
- communiquer avec l'ordinateur central afin de prendre connaissance 
du contenu du fichier journal et de faire l'onolyse des 
événements survenus au cours de la session. 
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- se rendre compte de l'octivité de l'interfoce supérieure de 
l'implémentotion de référence (notomment en connoissont les 
indicotions de service qui surviennent). 
H29 oordœte..-
coosole 
184 
. , 
. , . 
-------------
H25 
H25 
IRllH-P '\.._ ____ / 
Site client Centre de test 
IRT4 : i11plé11ent1tion à tester de la couche tr8ns,ort 
IR4 : inplémentation de référence .ae 18 co1che trans,ort 
CTS : coo.a1cte..- de test, re,résentant la coucllle sessio• 
TC : terminal de co•trile 
Fi!..-e 4.1 g : c111pos11ts d1 site tient. 
b) la console 
La console est re11ée directement au conducteur de test du s1te 
client et permet à l'opérateur: 
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- d'envoyer des commandes représentant des primitives destinées à 
l'implémentation à tester, 
- de prendre connaissance de l'activité de l'interface supérieure de 
l'implémentation à tester. 
4.2.6.4. Méthodes de réalisation des tests 
L'opérateur, au moyen de son terminal de contrôle, établit une 
connexion avec le coordinateur du centre de test. Il lui communique les 
directives à suivre lors du déroulement du test de même qu'au fur et à 
mesure les commandes destinées à l'implémentation de référence. 
A l'aide de sa console, il transmet au conducteur de test du site client 
les commandes d'interface destinées à l'implémentation à tester. Il peut 
donc contrôler et observer le déroulement des tests à la fois sur le site 
client et le centre de test par la réception respectivement sur la console 
et le terminal de contrôle de messages représentant des indications de 
service. Ces indications de service sont générées par l'implémentation à 
tester ou par l'implémentation de référence. 
Une fois le test terminé, l'opérateur peut entrer en communication 
avec l'ordinateur central du centre de test pour obtenir la liste des 
événements survenus au cours du test dans le but d'en faire une analyse. 
Dans l'exemple suivant les commandes introduites par l'utilisateur 
sur son terminal de contrôle sont précédées d'un*, celles introduites à la 
console sont précédées d'un D ; les messages reçus sur le terminal de 
contrôle ou sur la console sont respectivement précédés de ** ou DO. 
1. lnitinlisntion du test 
* L0G0N 4567658954 , demande de connexion avec le coordinateur; 
* TRACE FILE , demande d'enregistrement des événements 
dans un fichier ; 
* MANUEL 1504 , le test sero du type monuel et 
l'implémentation de référence utilisée sera 
celle de la couche transport de l'IS0. 
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2. Exécution du test 
Le test qui suit a pour but d'établir, â partir du centre de test, une 
connexion avec l'implémentation que l'on teste. 
* CONREQ 1265432879 , T _CONNECT.request destiné â 
l'implémentation de référence pour établir une liaison avec 
l'implémentation se trouvant â l'adresse indiquée ; 
•• CONI ND 1287539002, message T _CONNECT.indicotion signolont â 
l'opérateur une demande de connexion en provenance de l'adresse spécifiée; 
• CONRES 1287539002, commande destinée â l'implémentation que 
l'on teste et représentant une primitive de service T _CONNECT.response; 
** CONCON 1287539002, message signalant la réception sur 
1 'i nterf oce supen eure de 1 'i mp 1 émentat ion de référence d'un 
T _CONNECT.confirm. 
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Après avoir anàlysé, dans le cadre du chapitre 4, diverses 
8rchitectures pour les tests de conformité des protocoles de haut niveau 
(4 et supérieurs), nous nous proposons m8intenant de comparer celles-ci. 
Pour ce faire, il convient de définir les critères susceptibles 
d'argumenter les jugements 8pportés. A ce titre, les éléments suiv8nts 
pourront être pris en considération pour l'év8luation d'un système de test : 
la génér8lité : le système doit être conçu de manière suffisamment 
générale (portable) afin de pouvoir tester un maximum d'implémentations 
d't.ie même couche, peu importe la façon dont une implémentation est 
ré81isée (hardw8re ou softw8re), le matériel ou le système d'exploitation 
sous-jacent à l'implémentation. Ainsi, le système de test et en 
particulier les éléments de celui-ci à insérer au niveau du site client 
de ront poser un minimum de contr8intes sur ce site. 
le c8r8ctère explicatif : le système ne doit p8s seulement permettre 
d'affirmer si oui ou non une implémentation est conforme il un standard 
ma-s il doit surtout fournir au client les informations qui ont permis 
d'établir ce jugement. 11 s'agit entre autres de la liste des tests menés et 
de leurs résultats 8insi que l'indic8tion d'éventuels problèmes survenus. 
Etant donné que ces informations s'adressent au réalisateur des tests, leur 
présentation doit être la plus claire et la plus significative possible. 
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le C8ractère exhaustif : le système de test doit offrir la possibilité 
de mener les différents types de tests nécessaires à la vérification de 
conformité d'un protocole. Une nrchitecture pourrn donc être évoluée qunnt 
n x limitntions qu'elle impose o ce nive8u, c·est-o-dire qu8nt 8UX types 
d erreurs qu'elle permet ou qu'elle ne permet pos de détecter. 
ln f 8Cilité d'utilisotion/outomotisation : les tests doivent pouvoir 
ê re menés sons qu'il soit nécessaire de foire oppel de foçon permanente à 
un responsoble du centre de test. Pour ce foire, le système doit être 
outom8tisé le plus possible, f8cile d'emploi et disposer d'une bonne 
documentotion. L'automotisation est un focteur-clé dans les problèmes de 
vérificotion de conformité où le nombre de tests à effectuer est souvent 
très importnnt. 
18 fncilité d'implément8tion des éléments du site client : le système 
de test doit minimiser 18 complexité du ou des éléments spécifiques ou 
test devont s'insérer sur le site client. Un équilibre doit être trouvé entre 
ce critère et le critère d'exh8ustivité. 
la modularité : tout comme il est primordiol d'éloborer un système 
c mposé de ·blocs· relotivement indépend8nts qui correspondent à chocune 
des couches de 1'8rchitecture (ceci est d'8ut8nt plus vrai que les 
spécificotions de certoines couches peuvent subir des modifications au 
cours du temps 8lors que d'8utres resteront inch8ngées), cette propriété 
d it ég81ement être vérifiée pour l'ensemble des compos8nts de 
l'orchitecture. 
l'odoptobilité : le système de test doit pouvoir tenir compte de 
l'évolution des exigences du client, des modificotions des stondards de 
protocoles et des techniques h8rdw8re et de communicotion. 
ln possibilité de réutilisotion : oyont testé une couche de niveou-(N} 
du modèle 150/051, le système de test doit être tel qu'il permette une 
réutilisation d'un m8ximum de compos8nts (ou d'une p8rtie des 
composonts} pour ln réolisotion de tests de ln couche de niveou-(N+ 1). 
Cette propriété, fortement dépend8nte des deux précédentes, est très 
i~ort8nte pour le(s) compos8nt(s} du site client._ 
Les différents critères d'évolu8tion ven8nt d'être cités peuvent être 
utilisés pour comp8rer les 8rchitectures proposées pour les tests 
décentro 1 i sés. 
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Repremmt les dtvers cr1tères d'éY8lU8tton déftnts d8ns le C8dre des 
prérequts d'une bonne 8rchitecture, une cl8sstftc8tion des nrchitectures 
décentrnlisées étudiées peut être ré81isée. 08ns celle-ci, nous n·8vons pns 
reprts 1"8rch1tecture proposée per ADI pour lnquene certntnes opttons 
irnportnntes n'ont p8s encore été spécifiées. Pour ch8cun des cr1tères 
retenus (cert81ns de ceux-ci ont été regroupés ét8nt donné leur forte 
dépend8nce), une nppréc18t1on QU8nt 8U respect de ce critère est donnée 
pour toutes les nrchitectures (NBS/f1g 4.6, NPL/f1g 4.7, BULL/f1g4.15, 
GMD/f1g4.16). Les not8tions sutv8ntes ont été ndoptées : 
- : propriété non vériftée ; 
+ : propr1été S8tisf8ite ; 
++ : 8rchttecture vértft8nt le mteux le crttère. 
~ . NPL NBS 
Généralité ++ -
Caractère eHplicatif + ++ 
Caractère eHhnutif ++ + 
Facilité d'utilisation 
(eutomntisntion) + + 
Facilité 
d'implémentation + + 
Réutilisnble 
modularité/ 
- -
adaptabilité) 
BULL GMO 
- + 
+ + 
+ + 
+ -
- ++ 
- -
Fi9ure 5.1 : tableau comparatif des architectures décentralisées. 
- 99 -
Comparaison des architectures décentralisées 
Remorque : les différentes lignes du tobleou sont relotivement 
dépendontes : une note ·++· peut être 18 couse d'une ou plusieurs notes ·-· 
et inversément. Ainsi, la note ·++· pour le caractère explicatif de 
l'orchitecture du NBS (possibilité de dototion des événements} est une des 
couses de ln note ·-· ou niveou de so générolité (nécessité d'une horloge 
interne}. 
Généralité 
* NBS (-} : rorchitecture NBS impose sur le site client diverses 
controintes motérielles dont 18 principole est certainement 18 possibilité 
de stockoge d'informotions (+ de 100K sont nécessoires pour le souvetoge 
des scénorios et des résultots des tests} sur mémoires ouxilioires. Une 
telle controinte réduit le domoine d'opplicotion de l'orchitecture 
notomment pour les tests de protocoles implémentés sur processeur 
·front-end· ne disposont générolement pos de telles ressources. 
* BULL (-} : bosée sur un répondeur 6 double niveoux nécessitont un 
occès non seulement 6 l'IAT mois également 6 une couche de niveou 
inférieur, l'opplicotion de l'orchitecture BULL se voit limitée oux systèmes 
présentont cette disposition. 
* GMD (+} : lo simplicité du répondeur (consistont en une simple 
interface} fait qu'aucune disposition ni contrainte porticulière ne sont 
requises. 
* NPL (++) : l'utilisation d'un protocole de test évitont le stockage 
d'informations sur le site client et la définition d'un comportement par 
défaut pour le répondeur afin de lui permettre de ré8liser les tests 
initiaux assurant la fiabilité des tests ultérieurs, apportent une solution 
aux exigences des architectures NBS et BULL. 
La section 5.3.1 commente de m8nière plus opprofondie les répondeurs 
de chacune des architectures 8insi que les contraintes qu'ils imposent. 
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Caractère explicatif 
* Chacune des architectures mef à la disposition du réalisateur de 
test des fichiers journaux reprenant l'évolution des tests menés. Les 
informations du fichier journal de l'architecture NBS sont d'autant plus 
précises que cette architecture offre un dispositif de datation des 
événements . 
Coroctère exhoustif 
* Une étude plus complète de l'étendue des possibilités offertes por 
les différentes techniques o sovoir celle de l'implémentotion de référence 
(GMD, NBS), de l'encodeur/décodeur (NPL) et du généroteur d'éléments de 
protocole (BULL), oinsi qu'une comporoison de leur efficocité, est donnée 
ou point 5.3.2. 
F aci 1 i té d'ut i 1 i sati on/ automatisation 
* GMD (-): dons l'architecture GMD, l'activité de l'interface supérieure 
de l'IAT est suivie et contrôlée intégralement par l'opéroteur via une 
console. Une telle approche peut s'avérer utile lors des premiers tests de 
l'implémentotion où ceux-ci sont relativement courts et interrompus. 
Cependant, lorsque des tests plus longs et plus complexes doivent être 
réolisés, la tôche de l'opéroteur devient fort ordue. 
* NPL - NBS - BULL (+) : oucune distinction n'a été introduite à ce 
niveau en ce qui concerne les trois architectures, chocune disposont de 
scénorios f ocilitont lo tâche de l'opérateur. Néanmoins certaines 
différences peuvent être notées: 
- possibilité d'imbrication de scénarios (NPL, NBS); 
- possibilité d'alternatives dans l'évolution des tests (NPL, BULL). 
Focilité d'implémentotion 
*BULL(-): la gestion de deux connexions parollèles (une connexion de 
test et une connexion de service) occroît la complexité du répondeur. De 
plus, l'accès o deux couches différentes nécessite une interface 
générolisée dont la réalisation requiert un investissement supplémentaire 
~vant la mise en oeuvre des tests. 
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* GMD (++) : le répondeur employé ét8nt non intelligent (son unique 
fonction est de tnmsformer les messoges d destinotion et en provenonce 
de lo console), il est oisé d implémenter. 
* NPL - NBS (+) : lo complexité de réolisotion de l'interpréteur de 
scénorios (NBS) et du répondeur (NPL) est moyenne por r8pport oux deux 
extrêmes que représentent BULL et GMD. 
Réutilisoble? (modulorité/odgptobilité). 
* Quelle que soit l'orchitecture, deux modules ou moins devront être 
rem8niés si on envis8ge le test d'une 8Utre couche. 11 s'8git du testeur et 
ou niveou du site client du répondeur. Ceci signifie que lo totolité du 
tr8V8i1 investi por le client devrn être reproduit pour tenir compte des 
spécificités de 18 nouvelle IAT. L8 section suiv8nte proposer8 une solution 
permettont de réduire 18 tâche préporotoire 8UX tests. Qu8nt 8UX 
architectures du NPL et BULL, elles comprennent égolement un outre 
compos8nt d modifier en cos de chongement de couche d S8Yoir 
l'encodeur/décodeur (NPL) et le généroteur (BULL). 
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lLI. ~aool Oill ~r•ilWB ~GGJUGI Oill 
~~ 
Deux éléments centraux peuvent être dégogés des orchitectures 
obordées précédemment : 
- le composont du site client ogissont en tont que couche utilisotrice 
(répondeur) des services fournis por l'implémentotion que l'on teste ; 
- le(s) composont(s) du centre de test plocé(s) en porallèle du 
répondeur et de l'implémentotion que l'on teste. 
Dons ce qui suit, nous onolyserons d'une port (section 5.3. t) les 
coractéristiques des différents types de répondeurs rencontrés et d'outre 
port (section 5.3.2), les équivalents possibles de l'implémentation à tester 
pour le centre de test. 
5.3. 1. L ·architecture du répondeur 
Les différentes orchitectures anolysées dans l'approche décentralisée 
exigent, comme condition première à leur applicotion, que l'implémentation 
à tester (IAT) possède une interf oce vers le haut utilisoble afin d'accéder 
au service fourni por cette IAT. Le comportement de lo couche utilisont 
cette interface doit nécessairement être prévisible de manière à ce que les 
résultots des tests dépendent uniquement du seul composant de 
l'architecture restant à comportement indéterminé, à savoir l'IAT. C'est 
pourquoi chacune des architectures décrit un composant, le répondeur 
(repris sous différentes appellations dans les architectures analysées : 
Répondeur (NPL - ADI - BULL), Interpréteur de scénarios du site client 
(NBS), Conducteur de test (GMD)) qui est incorporé au sein du site client et 
qui n'est utilisé uniquement lors de la réalisation des tests. 
11 convient de remarquer que l'implémentation du répondeur dépend de 
la réalisation locale de l'interface vers le haut permettant d'accéder aux 
services fournis par l'IAT. Etant donné que les détails de cette interface 
sont propres au système local, le répondeur est défini uniquement en 
termes de services (requête, indication, confirmation, réponse), ce qui 
constitue une abstraction de cette interface. 
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De son côté, le réalisateur des tests devra, sur base des 
spécifications du répondeur en termes de services, implémenter une 
interface entre son répondeur et l'IAT. Cette méthode évite oux centres de 
test d'ovoir â connoître les détails de chaque interface locale. 
Le répondeur doit être aussi simple que possible puisqu'il doit pouvoir 
être inséré aisément dons tout système que l'on désire tester en imposont 
un minimum de contraintes sur celui-ci . D'autre port, il devra permettre la 
réolisotion de tous les tests que l'on désirerait mener. Ces deux objectifs 
antinomiques de flexibilité et de généralité ont donné noissonce o diverses 
approches qui vont être rappelées et comparées dons ce qui suit. 
Lo structure du répondeur est fortement influencée par les 
suppositions qui peuvent être faites ou sujet de l'environnement dons 
lequel il sera implanté. L'objectif de la comparaison qui suit est d'évoluer 
quotre opproches décrites ou chapitre 4 et ce, en fonction des cinq critères 
suivonts : 
( 1) Possibilité de stocl<oge d'informations sur mémoires auxilioires 
sur le site client ; 
(2) Existence d'une horloge sur le site client ; 
(3) Existence d'une interf oce vers un terminol de contrôle ; 
(4) Possibilité pour le répondeur de traiter plusieurs connexions 
simultonées ; 
(5) Utilisotion d'un protocole entre le testeur et le répondeur. 
Le répondeur m11nuel (G/'1O) 
Lo première opproche, adoptée por lo GMD, consiste en un répondeur 
manuel. Cette technique est bosée sur une interf oce vers une console sur 
loquelle viennent s'afficher les différentes primitives de service reçues 
por l'IAT. En fonction de ces primitives, un opéroteur détermine les 
réponses ossociées à envoyer et évolue les résultots des tests. 
Cette approche ne requiert que la contrainte (3) et n'impose aucune 
restriction sur l'espace mémoire disponible. Cependont, en roison du 
nombre important de tests et de 1o lenteur de ce procédé, celui-ci, lorsqu'il 
est utilisé, reste très limité quant à 16 portée des tests réalisés 
(·debugging phose·). 
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Le rép1111de11r guidé p11r scé1111rios {NBS) 
La seconde approche développée au NBS établit une relation de 
similitude dons le fonctionnement du testeur (interpréteur de scénorios du 
centre de test) et celui du répondeur (interpréteur de scénorios du site 
client) en ce sens que le comportement de chocun d'eux est régi por des 
séquences de commondes. Ces séquences, reprenont exc 1 usi vement des 
primitives de service, sont appelées scénarios. Le scénario utilisé pour 
guider le comportement du répondeur doit être complémentoire à celui 
utilisé pour guider le testeur (por exemple, si l'un d'eux contient une 
primitive de type request, l'autre contiendra la primitive correspondonte 
du type indicotion). 
Lo synchronisotion entre ces deux composants peut être réolisée de 
différentes moni ères : 
- soit que l'on utilise un protocole très simple entre le testeur et 
le répondeur ; ce protocole permetterait de tronsf érer le nom du 
prochoin scénario à utiliser (opproche non retenue au NBS car elle 
complique le testeur) ; 
- soit que l'on utilise un scénario dit ·moître· communiqué à 
chacun des sites et définissont l'ordre dans lequel seront réolisés 
les tests ; 
- soit que l'on utilise une communication téléphonique entre les 
opérateurs situés sur chacun des sites (approche retenue pour 
l'instont). 
L'ovontoge d'une telle méthode est ovont tout so simplicité 
d'utilisation. Les scénorios exécutés sont aisément compréhensibles. 
De plus, ils permettent une gronde flexibilité vu que d'une port, ils 
sont focilement modifiables par simple édition d'un fichier et d'outre port, 
ils sont porométrables, notomment ou niveou des odresses (ce qui les rend 
adoptables). Cette simplicité d'utilisotion se traduit por une simplicité au 
niveau de la structure interne du répondeur d'autant plus qu'aucun protocole 
de test n'est requis dons cette opproche. L'anolyse des résultots est 
également oisée puisque des fichiers résultots fournissent les événements 
auxquels a été soumise l'IAT, les réponses qu'elle a fournies oinsi que le 
moment de survenonce des divers événements (cette dototion des 
événements impose lo controinte (2)). 
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Por contre, l'un des principoux inc:mvénients de l'orchitecture 
proposée por le NBS est qu'elle requiert de grondes possibilités de 
stockage (! 1 00K octets) pour les scénarios et les résultats des tests ou 
niveau du site client (contrainte ( 1 ))_ 
Ceci réduit son domoine d'opplicotion notomment pour les tests de 
protocoles implémentés sur processeur ·tront-end· ne disposont 
générnlement pos de telles ressources. Un protocole de test permettont de 
trnnsférer les scénorios et les résultots des tests entre le testeur et le 
répondeur (et inversément) opporternit certoinement une solution il cet 
inconvénient mois irnit o l'encontre de lo simplicité coroctérisont cette 
epproche. Une outre limitation des scénarios actuels est qu'ils ne 
permettent pos d'exprimer les olternotives. L'opproche du répondeur guidé 
por scénorios n'impose pos les contraintes (3), (4) et (5). 
Le répondt!ur li deux connexions {BULL - ADJ) 
Lo troisième opproche odoptée por lo firme Bull oinsi que dons le 
projet RHIN de l'ADI utilise une connexion de service (CS) entre le testeur 
et le répondeur (Strictement porlont, on ne peut parler de protocole de test 
étont donné qu'il n·y o pos échonge de commondes et réponses). L'objectif 
de cette connexion est de permettre ou testeur de communiquer ou 
répondeur quel doit être son comportement lors de lo survemmce de choque 
événement (le testeur tronsmet une o une les réponses que devra fournir le 
épondeur). o·outre port, cette connexion de service est égolement utilisée 
or le répondeur pour transmettre ou testeur les primitives que l'IAT lui o 
ournies ofin d'onolyser, sur le centre de test, les résultats des tests. 
L'utilisation de lo connexion de test évite le stockage d'inf ormotions 
au niveou du site client et supprime lo controinte ( 1 ). Néonmoins lo 
connexion de service étont utilisée pour contrôler les tests menés en 
porallèle sur d'autres connexions (connexions de test CT), cette opproche 
uppose que le répondeur puisse traiter plusieurs connexions 
imultonément (ou moins deux : CT et CS). L'organisation cohérente des 
iff érentes connexions accroît la complexité du répondeur. Cette approche 
r'impose donc que la contrainte (4). 
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Le répondeur 11vec protocole de test {IIPL) 
L'opproche développée ou NPL est bosée sur rutilisotion d'un protocole 
de test entre le testeur et le répondeur. Ce protocole est utilisé d'une 
port, pour fixer le comportement du répondeur et d'outre port, pour obtenir 
les résultots des tests. Lo synchronisotion entre les deux composonts est 
étoblie en oyont recours â une commonde du protocole de test (chonger le 
mode) qui permet ou testeur de poromètrer le comportement du répondeur 
en définissont les réponses qu'il doit fournir oux événements pouvont 
survenir (le répondeur fonctionne comme un outomote dont les outputs sont 
définis por le testeur). L'opplicotion du répondeur est restreinte â une 
connexion â lo fois. Conceptuellement, des connexions porollèles seront 
donc troitées por différentes ·copies· d'un même répondeur. Au niveou du 
site client, cela pourra être implanté comme différentes ·copies· d'un 
progromme non réentront ou comme un progromme réentront que plusieurs 
processsus exécutent. 
Cette opproche qui ne requiert aucun des points ( 1) o (4) pose un 
minimum de contraintes sur le système â tester. Elle moximise ainsi le 
nombre d'implémentations pouvant être testées selon ce principe. La 
mémorisotion d'inf ormotions sur le site client est limitée por rutilisotion 
du protocole de test. 
Cependont, deux problèmes inhérents o rutilisotion d'un protocole de 
test se posent dans rapproche NPL. Tout d'obord, un tel protocole rolentit 
l'exécution des tests puisqu·un certoin nombre d'informations 
,poromètrisotion du répondeur et tronsf ert des résultats) doivent être 
ransmises entre le répondeur et le testeur ofin d'éviter un stockoge 
d'informotions sur le site client. Notons que ce phénomène de 
ralentissement est également présent pour les orchitectures Bull et ADI où 
ne connexion de service est utilisée. o·outre part, rutilisotion du 
protocole n·est pos immédiatement effective (un certain nombre de tests 
doivent avoir été réalisés 0uporov0nt). En effet, les éléments de ce 
protocole empruntent une ·voie troversant lïAT·. 
Cette implémentation doit donc avoir été testée afin de vérifier sa 
possibilité de répondre correctement oux demondes d'étoblissement de 
connexion et â la réception de données et ce afin que les éléments du 
protocole de test puissent être acheminés correctement. Ces tests appelés 
tests de base peuvent être réalisés en initiolisant le répondeur selon un 
mode par déf out. 
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5.3.2. Les architectures implémentntion de référence, 
encodeur/décodeur et généntteur d"éléments de protocole. 
Dans la plupart des architectures étudiées, les deux principaux 
composants du centre de test sont : 
- le conducteur de test qui se situe, dans l'architecture, au même 
niveou que le répondeur de test du site client (décrit ou point 5.3.1 ). 
- le module de production et · de reconnoissonce d'éléments de 
protocole à trnnsmettre ou o recevoir de l'implémentotion o tester. Ces 
deux services (production et reconnoissonce) sont offerts ou conducteur de 
test. 
De monière plus générnle, les différents types de services f oumis por 
ce module devrnient permettre de : 
1) générer et décoder toute séquence vol ide d'éléments de protocole; 
2) générer des éléments de protocole syntoxiquement volides mois 
dons un contexte incorrect ; 
3) décoder des éléments de protocole syntoxiquement volides mois 
dons un contexte incorrect ; 
4) produire des éléments de protocole syntoxiquement involides ; 
5) interpréter des éléments de protocole syntoxiquement involides ; 
6) simuler, o l'interf oce inférieure de l'implémentotion que l'on 
teste, des événements inottendus. 
Trois méthodes concernant lo réolisation de ce module, o sovoir celle 
de l'implémentntion de référence ( 1 ), celle de l'encodeur/décodeur 
(2) et celle du générnteur (3) oinsi que leurs ovontoges et désovontoges 
respectifs, sont ono 1 ysées ci-dessous. 
{/) Jmplémenl11lion de ré,érence 
l'implémentotion de référence est une implémentation déjà testée et 
correcte du protocole o portir duquel est écrite l'implémentotion que l'on 
teste. Cette technique o été odoptée par le NBS et lo GMD. 11 oppornît que 
seuls les serv,ces du type 1 peuvent être ossumés par l'implémentation de 
éférence. Tout messoge autre que ceux entrnnt dans cette première 
~atégorie sera rejeté par l'implémentation de référence utilisée. 
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Il sera notamment impossible pour celle-ci de transmettre à 
l'implémentation que l'on teste des éléments de protocole invalides ou 
hors contexte. Néanmoins, ces services de type 2 et 4 peuvent être fournis 
0 condition de jumeler â l'implémentation de référence un généroteur 
d'exceptions. Celui-ci peut être combiné de différentes monières ovec 
l'implémentation de référence, comme le montre la figure 5.2 : 
- générateur à effet interne : de cette façon, le générateur 
d'exceptions o accès O certaines variables internes de l'implémentation de 
référence et peut, sous les directives du conducteur de test, fausser le 
comportêment de cette implémentation en modifiant lo stratégie de 
production des éléments de protocole (par exemple por une modificotion de 
la structure des heoders, ou une modification du contenu des variobles 
d'odresse, etc .. .). Le générateur O effet interne est illustré O lo figure 
5.2(a) ci-dessous. Une telle disposition du généroteur d'exceptions 
présente trois inconvénients. 
* Tout d'abord, l'implémentation de référence est régulièrement 
soumise i, des modificotions demondées par le générateur d'exceptions, 
cela va i, l'encontre de l'idée d'utiliser une implémentation correcte 0 
laquelle il fout se référer, pour étoblir lo conformité d'une outre 
i mp 1 émentat ion. 
* De plus, cette méthode nécessite un nombre considérable de 
manipulations. En effet, si le test prévoit lo génération d'éléments de 
protocole invalides, cela suppose une première modification des variables 
internes de l'implémentation de référence. Si ensuite, le test doit se 
poursuivre par lo générotion d'éléments de protocole mointenont valides, 
il s·agit de rétoblir (deuxième modificotion) l'étot initial et correct de 
l'implémentation. Lo succession de ces monipulotions rend ordue lo 
conception de tels tests. 
* Enfin, étont donné que les monipulotions sont nombreuses, il en 
résulte que l'exécution de tels tests se coractérise par une gronde activité 
de l'interface entre le conducteur de test et le générateur d'exceptions, 
interf oce par l'intermédiaire de loquelle transitent les commondes. 
- générateur â effet pnrollèle : selon cette technique, le 
générateur d'exceptions o un accès direct ou service-(N-1) utilisé par 
l'implémentotion de référence et offre lo possibilité ou conducteur de test 
de court-circuiter l'implémentation de référence en générant n'importe 
uel élément de protocole dons n'importe quel contexte. Cependant, cette 
onfigurotion pose un problème de coordination des requêtes transmises i, 
l'implémentation de référence et ou générateur. 
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Lo figure 5.2(b) ci-dessous représente ce type de générateur. Un 
générateur de ce type est employé por lo GMD. 
- génén1teur è effet postérieur : dons cette configurotion, le 
générateur monipule oussi bien les éléments de protocole transmis que 
ceux reçus par l'implémentotion de référence. Le généroteur joue donc le 
rôle d'intermédioire entre l'implémentotion de référence de lo couche 
transport (4) et l'interf oce supérieure de lo couche réseou (3). Il n'entre en 
action que sous les directives qui lui sont tnmsmises par le conducteur de 
test. Ses trois fonctions principoles sont les sui vont es : 
- simuler, de foçon contrôlée, certoines erreurs pouvont 
être générées por lo couche-(N-1) : perte, duplicotion, 
li vrai son hors séquence ... 
- introduire des erreurs dons le codage des éléments de 
protocole (suppression, ajout, modificotion de certains 
chomps,...); 
- enregistrer sur un support mognétique les éléments de 
protocole échongés ou niveou de l'interface 
réseou/tronsport ofin d'en foire une onolyse ultérieure. 
Cette onolyse ouro lieu lorsque le comportement de 
l'implémentotion o tester n·est pos celui ottendu. 
Lo générotion o effet postérieur est celle utilisée dons l'orchitecture 
du NBS et est représentée o lo figure 5.2(c). 
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{c) 
SEIUICE-(N-1) 
f,( : générele1r ll'ettceptïons; IR: inplé11entltïon de référence; T :testeur 
Figure 5.2 : coof"lgwatioos possibles en1re le généroteaa- d'eIceptions 
et l'i11plémentatioo de référence. 
remarque 1 : 
Le générateur à effet postérieur peut également être utilisé pour 
f oumir les services de type 5 et 3 (décodage d'erreurs). Pour les 
services de type 5, étant donné que le générateur est situé sur le 
chemin des éléments de protocole en provenance de l'lmplémentatlon 
que l'on teste, 11 suffiraH d'y introduire une table donnant pour 
chacune des erreurs qui peuvent survenir dans les éléments de 
protocole, l'action à suivre : par exemple, ignorer le message ou le 
passer tel quel à l'lmplémentation de référence. Le f aH d'ignorer le 
message reçu permet d'évlter que le test soa avorté. (En effet, si le 
message erroné étaa transmis à l'lmplémentation de référence, 
celle-ci devraH interrompre le test, étant donné qu'elle ne reconnaît 
que des éléments de protocole valides). Pour les services de type 3, 
l'état courant de l'lmplémentation de référence est communiqué en 
permanence au générateur d'exceptions. Lorsqu'un élément de protocole 
valide est reçu, le générateur d'exceptions vérifie si un tel message 
peut être reçu par l'lmplémentation de référence et, selon les 
directives transmises, l'ignorera ou le transmettra malgré tout à 
l'implémentation de référence. 
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Aucune de ces extensions n·o cependant été adoptée por le NBS pour 
son générateur d'exceptions. Peut-être entraînerai ent-e 11 es une 
complexificotion du générateur qui ne serait pos compensée por 
l'élorgissement des possibilités offertes. 
Les ovontoges de lo technique de l'implémentotion de référence ne 
sont pos nég 1 i geob les : 
1) Comme déjâ mentionné ou point 3.3.2, l'implémentotion de 
référence peut être obtenue de manière quosi-outomotique, â partir des 
spécificotions formelles, et ce, pour chocune des couches de 
l'architecture. 
2) 11 est relotivement 01se d'employer le même générateur 
d'exceptions pour les différentes couches. 11 suffit pour celo : 
o. de modifier dons le générateur les tables donnant, pour lo 
couche testée, les différents types d'éléments de protocole 
possibles, et les champs qui les constituent ; 
b. de calculer l' ·off see qui permettra ou généroteur d'exceptions 
de travailler sur les éléments de protocole d'une couche 
particulière, et ce, â portir des éléments de lo couche transport 
tronsmis (ou reçus) sur l'interf oce tronsport/réseou. En effet, 
les éléments de protocole des couches supérieures sont 
acheminés en tont que données dons les éléments de protocole 
des couches inférieures. 
Ces deux ovontoges assurent lo polyvalence de cette architecture. Por 
contre, ou passif de cette technique : 
1) 11 fout souligner tout d'abord le f oit qu'elle ne permet pos de 
simuler des événéments inhabituels pouvont survenir â l'interf oce 
inférieure de l'implémentation que l'on teste (c'est-â-dire le type de 
service 6). 
2) De plus, en ottendont une normolisotion plus ovoncée des 
protocoles, certaines options non encore fixées doivent être déterminées 
lors de l'implémentation. Ainsi, lo réolisotion de l'implémentotion de 
référence o supposé un choix (parfois arbitraire) de ces options por le 
réohsoteur. 
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Por conséquent, le comportement de lïmplémentotion de référence 
peut, lors du test de conformité, se différencier de celui de 
l'implémentntion que l'on teste, en roison d'un choix d'options différents 
pour chocune des implémentotions. 11 est donc possible que des 
implémentotions différentes d'un même protocole ne puissent colloborer, 
même si toutes les deux sont testées. 
remorque 2: 
Le générnteur d'exceptions tel qu'il est défini por le GMD est plus 
pui ssont que ce 1 ui utilisé por 1 e NBS en ce sens qu'il offre en pl us 1 es 
services de type 4. Les commondes de générntion d'éléments de 
protocole sont communiquées ou générnteur d'exceptions qui, oprès 
ovoir construit les éléments de protocole de niveou-(N), les trnnsmet 
ou moyen des primitives de trnnsf ert de données de lo couche réseou. 
Molgré les ovontoges offerts, lo générntion d'éléments de protocole 
entroîne de nombreuses modificotions lorsqu'on désire tester 
lïmplémentotion d'une couche supérieure dons l'orchitecture. En effet, 
il fout non seulement communiquer lo structure des éléments de 
protocole susceptibles d'être générés (voir le deuxième ovontoge 
ci-dessus), mois en plus, il fout prévoir lo construction et l'odjonction 
à ces éléments de protocole des ·heoders· des couches inférieures. 
remorque 3: 
On peut envisoger de simplifier l'introduction du générnteur 
d'exceptions dons une architecture en supprimont lo connexion inter 
processus qui existe entre le testeur et le généroteu~ 11 suffit de 
plocer dons un fichier les commandes à exécuter por le générnteur ou 
cours du test. Le nom de ce fichier de commondes sern communiqué ou 
générnteur ou début du test, de lo même f oçon que le scénorio de test 
choisi est trnnsmis ou testeur. (les commandes de générntion 
d'exceptions figurnnt dons le fichier sont celles qui devrnient 
normolement figurer dons le scénario ·complet·, lorsqu'il existe une 
lioison entre le testeur et le générnteur d'exceptions). Cette 
améliorntion n'a pos été mise il profit dons les orchitectures de test 
étudiées cor elle présente molgré tout un inconvénient mojeur : lo 
synchronisotion du test doit non seulement être réolisée entre les 
deux processus que constituent 1 es interpréteurs de scénori os (du 
centre de test et du site client) mois en plus elle doit tenir compte 
d'un troisième processus, le générnteur d'exceptions qui est devenu il 
présent indépendant. 
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(2) E11cotle11r/dicode11r 
Une solution oltemotive o l'implémentotion de référence et ou 
généroteur d'exceptions est de leur substituer un module d'encodoge et de 
décodoge des éléments de protocole. En supposont que l'on oit â tester une 
implémentotion de niveou-(N), le service fourni ou testeur (niveou-(N+ 1)) 
por l'encodeur/décodeur de nive8u-(N) est en ré8lité un service-(N) 
·8mélioré· cor, en plus du service qu'offriroit toute implémentotion de 
réf érence-(N) (service de type 1 ci-dessus), 
- il réolise des demondes de service pour lo générotion d'erreurs de 
protocole (types 2 et 4), 
- il indique ou testeur les éventuelles erreurs de protocole constotées 
(types 3 et 5) ; d8ns 18 technique précédente, de tels événements 
ouroient été rejetés por l'implément8tion de référence qui 
entomeroit 18 procédure de rétoblissement prévue p8r le protocole 
en cos d'erreur, 
- il permet de f 8ire opp8roître des erreurs de protocole d8ns le 
nive8u-(N-1) en sollicit8nt les primitives 8ppropriées de l'interf 8ce 
supérieure de 18 couche-(N-1) (por exemple, si l'on teste une 
implémentotion d'un protocole de tronsport, un RESET.request â 
l'interf oce supérieure de lo couche réseou pourro être généré). 
Cette technique 8 été odoptée por le NPL. Les princip8ux ovontoges de 
celle-ci p8r r8pport â 18 technique précédente sont les suivonts : 
1) Dons lo technique de l'encodeur/décodeur, il n'existe qu'un seul type 
d'échonge de mess8ges entre le conducteur de test et le module 
d'encod8ge/décod8ge, controirement oux deux types d'échonges vus 
précédemment entre le conducteur de test et l'implément8tion de 
référence d'une port et le généroteur d'exceptions d'outre port. L'interf oce 
supérieure de l'encodeur/décodeur présente le même ospect que celle d'une 
implémentotion de référence, â quelques différences près, o sovoir : 
8. choque primitive se voit ossociée une liste de poromètres, dont 
certoins sont supplémentoires por ropport oux primitives 
trodi t i onne 11 es, qui donnent cert oi nes directives â 
l'encodeur/décodeur pour lo construction (primitives req11êteet 
réponse) et 18 réception (primitives confirm~tion et indicohon/ 
des éléments de protocole. 
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b. il existe des primitives supplémentaires pour lo génération de 
certains types d'erreurs ou pour indiquer leur survenonce. Lo 
liste des poromètres ossociée â ces primitives permet de 
soumettre l'implémentotion que l'on teste â toutes les erreurs 
possibles, et ce, de monière contrôlée. 
Le comportement de l'encodeur/décodeur dépend seulement de ln 
disponibilité et de l'étot du service-(N-1). Ainsi, l'encodeur/décodeur ne 
peut donner de suite f ovorob1e à une demonde de génér0tion et de 
tronsmission d'éléments de protocole sons qu'une connexion (N-1) n'existe 
déjâ. 
2) l'ovontoge non négligeoble de cette technique est s0 f 0cilité 
d'adoptotion oux choix des options prises dons l'implémentation du 
protocole que l'on teste (contrôle de flux, segmentotion, ... ). En effet, en 
modifiant le mode de construction des éléments de protocole, on peut 
f ocilement tenir compte de ces porticulorités alors que l'utilisotion d'une 
implément0tion de référence impose un choix préal0ble de ces options. 
Les désovontoges de ln technique de l'encodeur/décodeur por rapport à 
celle de l'implémentotion de référence sont : 
1) Son coût de développement élevé dû â so spécificité ; en effet pour 
ch0cune des couches du modèle ISO/OS1 que l'on désire tester, il est 
nécessoi re de concevoir un nouve 1 encodeur/ décodeur cor 1 o construction 
et lo reconnoissonce des éléments de protocole, ainsi que les primitives 
d'interface ovec l'encodeur/décodeur sont différentes pour chocune de ces 
couches. 
2) Lo complexité de l'interf oce supérieure de l'encodeur/décodeur en 
roison de l'étendue et de lo flexibilité des monipulotions offertes por le 
module. 
/3) Gé11ér1Jle11r dëlémenls de protocole 
Lo technique de générotion d'éléments de protocole (appelée 0ussi 
technique de substitution) est basée sur la construction directe des 
éléments de protocole-(N) por un module indépendant : le générateur. 
Cette technique o été t:1doptée pt:1r Bull et ADI. 
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En règle génér6le, le rôle de tout généroteur de nive6u-(N) est : 
- d'établir et de gérer des connexions-(N-1) au moyen des 
primitives-(N-1) ; 
- de construire des éléments de protocole-(N) (service de type 1 
décrit ci-dessus) et de les tronsférer au moyen des primitives de 
servi ce-(N-1 ) ; -
- de recevoir des éléments de protocole-(N) par l'intermédiaire des 
primitives de servi ce-(N-1 ) ; 
- d'utiliser les timers. 
En plus de ces fonctions de base, le généroteur peut ré61iser les 
services de type 2, 3, 4 et 5 cités plus h6ut. Le généroteur joue ég6lement 
le rôle du conducteur de test et son fonctionnement est guidé: 
- manuellement, par une interface utilis6teur (c6s pour 
1 ·AD I /Genepi) ; 
- automatiquement, par la lecture d'un fichier scénario 
contenont les commondes de générotion (cos pour Bull) ; 
- au moyen d'une table d'états (outomote) (cas pour 
l'ADI/Genepi_A)_ 
L'avantoge principal du généroteur est sa cap6cité d'ad6pt6tion oux 
caroctéristiques du protocole (voir ovontoge 2 de l'encodeur/décodeur) 
tondis que son défaut majeur est son coût élevé dû o so spécificité (voir 
désavontoge 1 de l'encodeur/décodeur). 
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5.4. 1. Introduction 
Après 8Voir tm8lysé les points forts et les points f 81bles de 
différentes 8rchitectures, nous nous proposons m8i nten8nt de décrire une 
nouvelle 8rchitecture dont les c8rocténstiQues répondront 8U mieux 8UX 
critères définis d8ns les préreQuis d·une bonne 8rch1tecture. Comme le 
montre le t8ble8u comp8r8tif de 18 figure 5.1, c·est surtout 8U nive8u de la 
modul8r1té Que 18 cntiQue est la plus vive. 
En effet, bien Que les architectures proposées présentent un cert8in 
degré de modularité, cert8ins de leurs composants doivent être revus 
lorsQue ron envisage le test d·une couche outre Que celle pour loQuelle le 
système a été conçu. c·est notamment le C8S pour les deux éléments de 
base de ces architectures â savoir le testeur et le répondeur. En ce Qui 
concerne le testeur, on peut constdérer Qu·n s·agH d·un demt-mal ét8nt 
donné Que celui-ci reste volable pour tester des implémentations de 
différents clients. lnversément, le répondeur, une fois les tests d·une 
implément8tion terminés, devient inutile. Si ce n·est rexpérience Qu'il 8 
ocQuise, le client perd donc l'investissement consenti. 
On voit donc Qu·un redécoupage de ces deux composants s·ovère 
essentiel. Ce découpage aura pour but de restreindre les dépendances 
vis-â-vis de l'implémentation â QuelQues modules spécifiQues du testeur 
ou du répondeur. C'est donc vers un tel objectif Que s·or1ente la 
proposai on d'architecture Qui suit. 
5.4.2. Graphe de rarchltecture 
Hgpothëse 
Basée sur la comparaison de la section précédente, rarchitecture 
proposée tci évHe d'imposer des contraintes sur le s1te cltent. Elle 
nécessite cependant de faibles possibilités de stockage au niveau du site 
client, â savoir la possibilité de mémoriser un scénario et un fichier de 
résultat stmultanément. 
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d11:1::, t a~t =i eTI"' 
GE : générateur d'eHeptlons 
MEC : module d'établlssement de correspondance 
lftT: lmplélllentatlon à tester 
Slf' : systè111e de transfert de fichiers 
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Oél"ant 
d,_ 
t•sts MEC 
figure 5.3. : proposition d'architecture (Illustrée pour les tests d'un protocole de nlueau ~). 
comparaison des architectures décentralisées 
Architecture 
La figure 5.3 illustre les différents composants de l'architecture 
proposée ainsi que les relations qui les unissent. 
5_4_3_ Analyse des composants de l"architecture 
Ct1111Pt1s1111ts du centre de lest 
1- Testeur 
Sur base des fonctions assignées ou testeur dans les architectures, il 
est possible de subdiviser ce composant en plusieurs modules 
fonctionne 1 s, 1 'i mp 1 émentot ion de ceux-ci pouvant être réa 1 i sée 
indépendamment. Lo figure 5.3 contient entre outres une modélisation du 
testeur où les composants suivants peuvent être identifiés : 
* la base de données : ce module comprend un ensemble de tests sous 
forme de scénarios susceptibles d'être utilisés pour tester une couche 
donnée. L'utilisation d'un testeur guidé par scénario a été choisi pour sa 
simplicité ainsi que pour sa f ocilité d'utilisation et de compréhension. Par 
rapport à l'architecture NBS développant la même approche, les scénarios 
offriront en plus : 
- lei possibilité d'utiliser des commandes de génération d'éléments de 
protocole destinées ou générateur d'exceptions ; 
- la possibilité d'exprimer des alternatives dans la réception des 
messages. 
* l'interf oce opérateur : ce module prend en charge la totalité du 
dialogue entre l'opérateur et le système de test. C'est un module 
indépendant du niveau testé. 
* le module de contrôle : ce module a la responsabilité des décisions 
eiu sujet de la planification des tests, du contrôle de leur progression et de 
l'analyse des résultats. Pour réaliser ces f oncHons, il doit interagir avec 
la base de données, l'interface opérateur et le gérant des tests. Il s·ogit 
d'un module indépendant du niveau testé. 
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* le gérant des tests : ce module, recevant les références d'une poire 
de scénarios ( 1 scénario o exécuter sur 1 e centre de test et 1 scénori o 
complémentaire o exécuter sur le site client) du module de contrôle, envoie 
les informations nécessaires o lo réolisotion des tests ou répondeur, viole 
STF décrit ci-après, oinsi qu·ou module d'étoblissement de correspondonce 
du testeur. Il s'agit d'un module indépendant de la couche testée. 
* le module d'établissement de correspondance: ce module établit une 
correspondance entre les séquences de test reçues du gérant des tests en 
termes de primitives de service obstroites en primitives d'interface pour 
l'implémentation de niveou-(N) et vice-verso. Lo spécification de ce 
module dépend de lo couche où se situe l'IAT. 
* le système de tronsf ert de fichiers (STF). : ce module, implémenté 
sur le niveau 3 de X25, permet de transmettre vers le site client les 
fichiers scénarios et inversément de recevoir du site client les fichiers 
résultats. Présentont la même utilité qu'un protocole de test (de type NPL), 
un système de transfert de fichiers offre en plus les ovontages suivants : 
- un tel module est utile o d'autres fins que la réalisotion des tests. 
L'investissement consenti est donc plus facilement rentable. De plus 
lo firme cliente peut déjo disposer d'un tel module ; 
- ce module s'oppuie sur une implémentotion du protocole X25 et son 
utilisation est totalement indépendante du comportement de l'IAT; il 
ne requiert oucun test initial nécessaire o l'établissement de 
certaines propriétés de bose de l'IAT (pour rappel, l'utilisotion d'un 
protocole de test comme pour le NPL supposait que les tests 
d'ouverture de connexion et de réception de données n·ovoient révélé 
oucune erreur) ; 
- ce module est indépendant de lo couche testée ; 
- il existe des spécifications de protocole de transfert de fichiers 
émis por des orgonismes internotionoux de stondordisotion qui 
peuvent servir de base o la réalisotion d'un tel module. 
2. Implémentation de référence (IR). 
L'utilisation d'une implémentation de référence a été choisie en 
raison de la simplicité d'obtention de celle-ci (grâce au mécanisme de 
génération outomotique, cité en 3.3.2) et pour so fiobilité. Ce mécanisme 
permet de plus d'obtenir rapidement une nouvelle implémentation de 
référence lorsque le choix des options a été modifié. 
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3. Générateur- d"exceptions 
Le générateur d'exceptions n pour objectif de faire nppnrnître des 
erreurs nu nivenu du protocole-(N) mois en plus, il peut être utilisé pour 
générer des événements inattendus à l'interface inférieure de 
l'implémentation que l'on teste. Les comm6ndes qui lui sont trnnsmises por 
le gérnnt des tests sont donc de deux types : 
- Les premières permettent ln m6nipulntion des éléments de 
protocole (ex. modific6tion de certains champs des éléments de protocole, 
suppression ou retord dons 16 transmission de ceux-ci, etc . ..) en 
provenance ou à destin6tion de l'implémentntion de référence; 
- Les secondes concernent la génération de cert6ines requêtes 
1nh6bituelles· 6U nive6u de l'interf 6ce supérieure de 
l'implémentntion-(N-1 ). Le génér6teur court-circuite nrns1 
l'implémentation de référence-(N). En effet, celle-ci n'aurait pu produire 
ces requêtes étnnt donné que, par définition, son comportement est 
correct. De por sn position entre 16 couche-(N) et ln couche-(N-1) (et non 
plus systématiquement entre les couches 3 et 4, comme c'était le cos dons 
les 6rchitectures étudiées), ce généroteur fournit ce service quelle que 
soit ln couche testée. Pnr exemple, si l'on teste ln couche session, le 
générnteur d'exceptions est positionné entre les implémentations de 
référence de lo couche session et de lo couche trnnsport, et permet de 
f nire oppornître (à tout moment du test), à l'interf oce inférieure de 
l'implémentation à tester-(5) des primitives T _DISCONNECT.indic6tion 
innttendues par celle-ci (et ce, grâce à ln production p6r le générnteur du 
centre de test de primitives T _DISCONNECT.request à l'interf oce 
supérieure de l'implémentation de lo couche transport). 
4. Module X25 
Ce module constitue une implémentation vérifiée du protocole X25 
(niveaux 1-2-3) du CCITT. 11 permettr6 d'accéder ou réseou de 
tronsmi ssi on de données. 
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CtllllJIIISIIIIIS du silt! clit!III 
1. Répondeur-
Bi en que lo fonction du répondeur s·opporente à celle du testeur du 
centre de test, sa structure interne est plus simple étont donné qu'il s·ogit 
d'un composant passif de l'architecture. Por ropport au testeur, seuls les 
composonts suivonts sont nécessoires: 
- module d'établissement de correspondance : ce module a la même 
fonction que son homologue du centre de test ; 
- le gérant des tests : ce module remplit un sous-ensemble des 
fonctions remplies par le gérant du centre de test. Ainsi, il n'a 
oucune commonde à transmettre à un générateur d'exceptions, ne 
reçoit de commonde que vio le système de transfert de fichiers et 
ne gère qu'un seul fichier por test ; 
- le système de tronsf ert de fichiers : communiquont ovec son 
homologue du centre de test, ce module assure l'échonge de fichiers 
(paramétrage du répondeur et transfert de résultats). 11 permet 
oinsi de lever une contrainte quont oux capocités de stockoge 
d'informations sur le site client. 
2. Implémentation D tester- (IATl 
L'IAT est une implémentation d'un protocole des niveaux 4 o 7 pour 
loquelle on désire étoblir la conformité por rapport â ses spécifications. 
3. t1odu1e X25 
Ce module est onalogue o celui utilisé dans le centre de test. 
5.4.4. t1éthode de r-éaJisation des tests 
Pour terminer et ofin de bien fixer les interactions possibles entre 
les différents modules, un exemple de déroulement de test sur une telle 
architecture peut êtr0 donné. Une session de test est typiquement 
composée de deux porties : lo planification des tests à mener et leur 
exécution. 
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Durant la phase de planification. le module de contrôle fournit à 
l'opérateur un menu de test parmi lequel il peut choisir la classe de tests 
qu'il désire réaliser (par exemple: tests sur la phase d'établissement .d'une 
connexion, tests sur la phase de transfert de données normales, tests sur 
la phase de transfert de données express, tests sur 18 phase de libération 
d'une connexion, tests combinant plusieurs tests précédents). Durant la 
sélection des tests, diverses interactions sont possibles entre l'opérateur 
et le module de contrôle pour définir les paramètres (les adresses 
notamment) et les voleurs de timers. Le module de contrôle prépare 
ensuite, en fonction des instructions de l'opérateur et des informations de 
la base de données, une liste de poires de scénarios à utiliser pour vérifier 
la conformité de l'IAT vis à vis des critères choisis. 
Lo phase d'exécution des tests peut être subdivisée en 6 étapes : 
1 - le module de contrôle parcourt séquentiellement lo liste de 
poires de scénarios qu'il o créées lors de 16 phase de phmificotion. 
11 transmet les références des fichiers constituant la première poire 
de lo liste et attend les résultats de l'exécution de ce test ovont de 
poursuivre son analyse ; 
2 - recevant 1 es deux références, 1 e géront du centre de test 
paramètre le répondeur en transmettant via le module STF le 
scénario de test (prélevé dons lo base de données) relatif ou site 
client. Une fois ce tronsf ert effectué correctement, le test 
proprement dit peut commencer ; 
3 - les gérants du site client et du centre de test analysent les 
commandes de leur scénario respectif et transmettent vers les 
modules d'établissement de correspondance les commondes des 
scénarios (le gérant du centre de test peut également envoyer des 
commandes ou générateur d'exceptions). Les modules d'établissement 
de correspondance transforment les primitives de service 
abstraites reçues en primitives réelles afin de fournir à lo fois à 
l'implémentation de référence et à l'implémentation à tester les 
événements stimuli. Ce processus se poursuit jusqu'à ce que les deux 
scénori os soient entièrement parcourus ou qu'une erreur soit 
détectée; 
4 - le gérant du site client transmet vio le module STF le fichier 
résultat qu'il aura créé durant l'exécution des tests ; 
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5 - le gér8nt du centre de test transmet 8U module de contrôle 18 
référence du fichier résultat qu'il o reçu du site client, la référence 
du fichier de résultot qu'il o lui-même créé ainsi qu'une indication 
concern8nt 18 ré8lis8tion du test (Terminé ou Interrompu). Le test 
··est alors terminé; 
6 - recev8nt ces inf orm8tions, le module de contrôle les tr8nsmet 
Yi8 l'interface â l'opéroteur et décide en fonction des résultots déjâ 
obtenus pour les tests précédents de lo poursuite (retour o l'étape 1) 
ou de l'8b8ndon de l'analyse de 18 liste de p8ires de scén8rios. 
Considérant 1'8rchitecture ven8nt d'être présentée et les critères 
d'évolu8tion définis précédemmment, les conclusions suivantes peuvent 
être tirées : 
* Les contraintes imposées par le répondeur sur' le site client sont 
limitées, seules de très f oibles capacités de stockage sont requises. Le 
protocole de test de certaines architectures est remplacé par un 
protocole de transfert de fichiers jugé plus simple et réutilisable. 
* Le caractère explicatif, le caractère exhoustif et la facilité 
d'utilisation de l'8rchitecture se situe d8ns la moyenne comparativement 
oux outres orchitectures. 
* L'implémentation de l'architecture est f ocilitée d'une port, por le 
f oit que de nombreux composonts sont récupérobles et d'outre port, por le 
fait que le site client peut, d8ns certains cos, disposé déjâ d'un protocole 
de transfert de fichiers implémenté. 
* Le modul8rité du testeur et du répondeur a été améliorée par 
ropport nux outres orchitectures et ce vio une décomposition 
fonctionnelle. 
De telles modific8tions permettent d'obtenir une erchitecture pour 
loquelle une note ·+· sen, ou moins ottribuée pour chocun des critères 
utilisés (note·++· pour 18 f ecilité d'i.mplémentetion et le modulerité). 
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T8ndis que les ch8pitres précédents ét8ient 8xés essentiellement sur 
les tests d'implémentation de protocole de haut niveau (4 et supérieurs). 
l'objectif de ce ch8pitre sera d'étudier les techniques pouvant être mises 
en oeuvre pour vérifier la conformité des protocoles de bas niveau (3 et 2). 
Etant donné que la première couche concerne princip81ement les 
caractéristiques physiques et électriques de 18 ligne de trnnsmission • les 
tests de cette couche consistent â vérifier tous les signaux échangés entre 
le OTE et un modem. Ces tests sortent du cadre de cette étude et ne seront 
pas abordés dans ce chapitre. 
Tout d'abord. on peut signaler que toute la démarche décrite pour les 
tests centralisés tant dans l'approche black box que white box reste 
applicable pour les protocoles de bas niveau ; la proposition d'architecture 
de la section 4.2.3. prenant comme exemple d'entité â tester une 
implémentation de la couche 3. 
Quant 8UX architectures étudiées dans le cadre de l'8pproche 
décentrnlisée. elles étaient spécifiques 8UX protocoles de haut niveau et 
donc non applic8bles aux protocoles de bas ntyeau. En effet. alors Que les 
protocoles de haut niveau sont de bout en bout (l'information de contrôle 
n'a de signification que pour les entités paires communiQuant entre elles). 
l'information de contrôle utilisée par les protocoles de bas niveau a une 
si gni fi cati on pour 1 es différents i nterméd1 aires du réseau et est tra1té 
(éventuellement modifiée par ceux-ci lors de leur acheminement) 
Entre 8utres. 18 transmission d'un élément de protocole (paquet ou 
trame) invalide du centre de test vers 1'1mplémentat1on à tester s·ayère 
impossible puisque l'erreur sera détectée dès le noeud d'entrée du réseau 
et ne parviendra donc jamais â l'IAT. 
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On const8te donc que si l'on désire tester une implément8tlon d'un 
protocole de b8s niveau dans un environnement réel, le développement 
d'8rchitectures spécifiques devient nécess8ire. 
L'objectif des deux sections qui suivent sera dès lors d'une part, 
d'analyser comment 1'8rchitecture proposée par le NPL pour les protocoles 
de h8ut niveau peut être modifiée pour tenir compte des spécificités des 
protocoles de bas niveau et d'autre part, d'étudier une architecture propre 
au test d'un tel protocole. 
L8 transmission de paquets (niveau 3) ou de tr8mes (n1veau 2) 
inv81ides tant pour leur contenu que pour leur séquence étant impossible 
d8ns l'architecture proposée à la figure 4.7 (page 51) (les éléments de 
protocole étant bloqués au n1veau du noeud d·entrée dans le réseau), le NPL 
a développé parallèlement à cette architecture une extension pouv8nt être 
utilisée pour vérifier la conformité de ces protocoles. Le principe de la 
solution apportée consiste à introduire un nouveau compos8nt : le PTU 
(Port8ble Testing Unit). Celui-ci s"insère entre le réseau et le site client 
comme le montre l'architecture physique illustrée à la figure 6.1. 
Testeur 
lmplémentnti1n 
..... ---1~ 8 tester 
Centre de 1est Site client 
figure 6.1 : orchitectw-e p11,siq1e pour le test des prot1coles 
de bas niueau. 
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Les différents composonts logiciels identifiés dons l'orchitecture 
logique de lo figure 4.7 sont désormois réportis entre le centre de test et 
le PTU. 
Le testeur reste entièrement dons le centre de test, l'implémentotion 
de niveou (N-1) améliorée (complétée par un GE) est tronsférée 
complètement ou niveau du PTU tandis que l'encodeur/décodeur de 
niveau-(N) (N = niveou à tester) est réporti sur ces deux sites comme le 
montre lo figure 6.2. Un protocole non standord (propre â l'architecture de 
test} entre le centre de test et le PTU est également introduit. Celui-ci 
permettro le tronsf ert de commondes de monipulotion et de générotion 
d'éléments de protocole. Des éléments de protocole volides pourront être 
transmis il portir de l'encodeur/décodeur. De même, des éléments de 
protocole (reset, clear pour le niveou 3) pourront être générés directement 
por le PTU lorsqu'il en recevro ·rordre· du centre de test. lnversément, les 
éléments de protocole en provemmce de l'IAT seront être onolysés por 
l'encodeur/décodeur. Ainsi, un ensemble d'événements tont normoux 
qu·onormoux pourront être soumis â l'IAT ofin d'évoluer so conformité ou 
stondord. En plus de ces fonctions de protocole, le PTU peut onolyser 
l'octivité de l'interf oce X25 du client et étoblir les performonces 
(notomment por lo mesure du ·throughpue) de l'IAT. 
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Portable TestiR! U1it (PlU) 
-+ Ge1ti1•Ure +-
du tr1tecaPll 
4' 
.... 2 
.... , 
u 
Eac1b.-l 
Oêcod_.. 
tiftN2 
.. 6[ 
tiftal 
1' 
Ill 
..... 2 
14:1------,:~ .__ 1 
...__ _ __,_ __ ...,__ _ --J ConneHion ..__ __ _, 
de test 
Fi!•re 6.2 : 11dap1ation de l'nrchitec1Œ"e d1 NPL ,o• le 1est 
•·u• protecole de bas 1iue11u (niue1u l). 
Remarque 
Si l'on reprend les fonctions affectées â routll Cerbère proposé par 
l'ADI, on se rend compte qu'elles correspondent 8 celles du PTU proposé par 
le NPL. La différence entre ces deux outils vient du fait que Cerbère est un 
outll autonome tandis que le PTU est paramétré à partir du centre de test. 
- 128-
Outils de test (bas niueau) 
C!UJ. lDiD Gllœbtl~ db ~ Pif Uœ 
~caoa l!lillliltl'7QlO!I 
6.3.1. Introduction 
Le protocole X25 gérant l'échange d'informations entre un équipement 
de terminaison de circuit de données (ETCD) et un équipement terminal de 
traitement des données (ITTD), il semble è priori inutile d'utiliser un 
réseau de transmission de données pour tester ces couches en 
environnement réel. En effet, une liaison directe est suffisante et 
simplifie fortement l'architecture. 
6.3.2. Graphe de rarchitecture 
Comme l'illustre la figure 6.3, une liaison téléphonique et deux 
modems permettent de réaliser les tests de conformité. 
6.3.3. Analyse des composants de rarchitecture 
Les composants principaux de cette architecture sont les suivants : 
1. Testeur 
Suivant les commandes des fichiers de test, le testeur transmet au 
simulateur/générateur les ordres adéquats pour la transmission des 
éléments de protocole. 11 gère également la mise è jour des fichiers 
journaux. 
2. Simulateur/générateur 
Ce composant sera te 1 : 
* qu'il offrira un langage de commandes 
- permettant de spécifier de manière mnémonique la transmission de 
tous les types de paquets/trames ; 
- donnant la possibilité de spécifier les champs de ces éléments de 
protocole 
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* que choque niveou puisse opérer soit en mode automatique soit en 
mode manuel . En mode outomotique, le niveou odhère ou protocole X25 et 
répond oux éléments de protocole lui porvenont de l'IAT (simuloteur). En 
mode monuel, le niveau transmet des éléments de protocole uniquement 
sur base de commandes qu'il reçoit du testeur (générateur) ; le 
simuloteur/généroteur trovoille en mode monuel pour le niveau 8 tester et 
en mode automatique pour les outres. 
·* qu'il transmettra tous les poquets/trames reçu(e)s de l'IAT vers le 
testeur. 
THte•r 
Si• aat1eur/ 
5élér1te1r 
Fichiers lie test 
c=:> 
fithier jltnfll 
Mooen 
IIT 
Mooen 
Fi911re i.5: architecture llgiqle ,o.- les lests lie ,rot1coles lie bas liue111 
(1i,ee15). 
A titre documentaire, on peut signoler que des outils réalisant les 
fonctions du simulateur/générateur sont disponibles sur le marché, 
notamment : PRO/TESTER distribué par Applied Dato Communications, 
DVNAPAC NET/ 18 HS distribué par Telindus et CHAMELEON distribué par 
Tekelec. 
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3. Répondeur-
Agissant en tant que couche ut i 1 i sa tri ce de 1 ·1 AT, 1 e répondeur est 
porométré à portir du testeur por lo tronsmission de commondes précisont 
son comportement (répondeur de type NPL). Ainsi, le comportement du 
répondeur pour les implémentotions à tester des couches 2 ou 3 est 
déterminé por le contenu des tromes d'inf ormotion (couche 2) ou des 
poquets de données (couche 3) reçus. 
Les fichiers suivonts sont égolement utilisés: 
Fichier-s de test 
Ces fichiers résultent d'une phase préporatoire au test proprement 
dit : la phase de construction des tests. Sur base de fichiers de test 
parométrés et d'un fichier des paramètres, un préprocesseur opére la 
substitution des paramètres par leur valeur réelle. Ce preprocessing 
assure l'adaptabilité des fichiers de test à différentes configurations de 
test. 
L'ensemble de tests cherchera à mettre à l'épreuve complètement 
l'IAT dans des conditions tant normales qu·anormales de fonctionnement. 
En particulier, chaque test : 
* spécifiera la transmission des paquets/trames. Le type de 
paquet/trome sero mentionné de manière mnémonique et chaque champs de 
l'élément de protocole pourra être spécifié ; ces informations seront 
tronsmises une à une par le testeur au simulateur/généroteur. 
* spécifiero la réponse attendue de l'IAT lors de la réception par 
celle-ci d'un paquet/trame donné. 
Fichier-s journaux 
Ces fichiers fournissent après chaque test des indications concernant 
le degré de conformité de l'implémentation testée. 
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6.3.4. t1éthode de r-éelisntion des tests 
Cette section décrit la façon de procédé pour vérifier la conformité 
d'une implémentation de niveau 3 ou 2. Bien que le contenu des fichiers de 
test soient évidemment différents pour les deux pouvant être testées, lo 
méthode â suivre, â savoir: 
1. détermination de la couche â tester; 
2. détermination des paramètres spécifiques â l'implémentation â 
tester et formation du fichier des paramètres ; 
3. preprocessing des fichiers de test poramètrés ; 
4. installation du répondeur comme couche utilisatrice de lïAT ; 
5. établissement de la communication avec modems ; 
6. vérification de conformité (grâce oux fichiers de test) ; 
7. transmission des fichiers journaux au réalisateur de lïAT. 
L'étape 6 de vérification est entièrement guidée por le testeur. Les 
fichiers de test qu'il utilise sont composés de poires de commandes : 1 
commande d'émission d'un(e) paquet/trame et la 1 réponse attendue de 
lïAT ou vice-versa. Considérant lo commande d'émission, le testeur la 
transmet au simulateur/générateur et attend la réponse de lïAT. Quant 
il l'éventuelle réponse reçue por lïAT, si elle est différente de celle 
spécifiée dons le fichier de test ou si aucune réponse n'est reçue 
endéans un certain temps, le test est clôturé. Dons le cos contraire, le 
test est poursuivi. Le procédé est utilisé pour une série de tests 
elatif s au niveau testé et un rapport final est produit. Celui -ci 
omprendra : 
* l'indication des tests passés ou échoués (avec mention de lo 
raison dons ce cos) ; 
* le détail de tous les poquets/trames échongé(e)s entre le testeur 
et lïAT ; 
* un résumé du nombre totol de tests passés et échoués. 
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Rappelons que les tests qui nous concernent ont pour objectif de 
vérifier si une implémentation est conforme à un protocole, c·est-à-dire : 
- qu'elle répond correctement à des événements valides en provenance 
de l'interface supérieure et de l'entité paire ; 
- qu'elle rejette les erreurs transmises sur cette interface et les 
erreurs de rent1té pa1re ; 
- qu'elle manipule correctement les timers. 
Une implémentation de protocole est testée comme une ·boîte no1re· 
par rtntermédiaire d'un moyen de communication (réseau) qui relie le site 
client où elle se trouve et le centre de test. Le centre de test contient un 
testeur actif tandis que le site client contient un répondeur agissant en 
tant qu'utilisateur des services f oumis par l'implémentation à tester 
(IAT). Pendant le test, on établit la conformité de l'implémentation en 
observant les messages échangés d'une part entre l'IAT et sa couche 
utilisatrice et d'autre part entre l'IAT et la couche qu'elle utilise. 11 y a 
donc mise en place d'un échange d'informations entre le testeur et le 
répondeur via l'IAT. Ces messages échangés sont le résultat de l'exécution 
de scénarios de test, soit sur 1 e site client et le centre de test (optique du 
N6S), soit uniquement sur le centre de test (optique du NPL). Ces scénarios 
sont déduits de séquences de test obtenues manuellement ou 
automatiquement. Comme il a déjà été dit au point 3.3.4, une séquence de 
test est un enchaînement d'événements stimuli pour l'implémentation à 
tester et de réponses correspondantes attendues de cette implémentation. 
Une des parties principales dans le test d'une implémentation est la 
générat1on automat1que de séquences de test. 
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Etant donné qu'aucune supposition n'est faite en ce qui concerne la 
structure interne de l'implémentBtion à tester (approche b18ck box), 18 
génération des séquences de test est basée sur les spécifications du 
protocole que l'on implémente. Les différentes méthodes de génération 
automatique décrites dans la suite respecteront cette exigence. 
Tout test ainsi généré doit satisfaire les caractéristiques suivantes : 
- il 8 un contenu bien défini, c·est-â-dire qu'il est toujours possible 
de connaître précisement l'objectif d'un test ; 
- i 1 peut être exprimé de manière concise et non ambiguë dans un 
langage de test dans le but de constituer le scénario correspondant 
et ce, afin d'atteindre l'objectif du test ; 
- son résult8t est connu. 
Les tests de vérificBtion de conformité d'une implémentBtion peuvent 
être subdivisés en quBtre clBsses. Ces différentes cBtégories de tests sont 
dét8illées d8ns HENLEV R. F. L. et RAVNER O. ( 1981 b). 
/. Tests des primitives fournies par l"implément11tion 
Les tests des primitives fournies par l'implémentation ont pour 
objectif d'ét8blir quelles sont les primitives de services offertes par 
l'implémentation. Une primitive ser8 jugée supportée p8r l'implémentation 
lorsque le test destiné â la détecter aura réussi BU moins une fois, Blors 
qu'elle ne sera jugée comme non fournie qu'après un nombre (fixé 
arbitrairement BU préal8ble) de tests infructueux. 
2. Tests de transitions d"ét11ts 
Les tests de trBnsitions d'états sont également 8ppelés tests de 
conf or-mité. Ils ont pour objectif de vérifier si l'implémentation que l'on 
teste ré81ise, lors de 18 survenBnce d'événements bien précis, les 
transitions d'étBts et les actions qui y sont associées, et ce, selon les 
spécifications du protocole. L'implémentation â tester doit au moins être 
conduite dans chacun des étBts possibles et répondre â tous les types 
d'événements possibles pouvant survenir d8ns cet ét8t. 
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La génération des séqvences de test vérifiant la conformité d'une 
implémentotion peut être obtenue de manière automatique gr6ce 
notnmment aux méthodes - de porcours des tnmsi t ions ; 
- de la séquence caractéristique ; 
- de ln séquence d'identification ; 
Ces trois méthodes sont décrites par la suite (voir point 7.3) 
J.. Ti!sls titi rllri11li11n d11s p11r11mtJlr11s 
Les tests de variation des paramètres sont construits afin de vérifier 
le comportement de l'implémentation n tester face o des modificotions de 
la valeur des paramètres des primitives de service et des éléments de 
protocole qui lui sont transmis. (Dans le deuxième type de test, ces 
primitives et les éléments de protocole auront déjâ été testés mais avec 
des valeurs par défaut). Ces variations concernent entre autres les 
poromètres suivant : 
- adresse de destination ; 
- adresse d'origine ; 
- qualité de service requis ; 
- motif de terminaison d'une connexion 
et consistent â leur affecter aussi bien des valeurs valides que des valeurs 
invalides. 
4. T11sls de combin11ison de primilirt!s 
Les tests de combinaison de primitives sont réalisés afin de vérifier 
si la réaction de l'implémentation â un événement particulier dans un état 
spécifique dépend des événements antérieurs qui ont conduit 
l'implémentation dans cet état. Ces tests auront principalement pour but 
de mettre en évidence les effets sur le flux de données des différentes 
primitives telles que le RESET, EXPEDITED, DISCONNECT, etc ... 
Les différentes classes de test définies précédemment seront 
parcourues dans l'ordre dtms lequel elles ont été décrites. Pour chacune 
d'elles, les séquences de test prévues seront exécutées les unes après les 
autres. 
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La conformité de l'implémentation o son standard sera ou non établie 
en fonction des résultats obtenus. 
En plus des tests de vérification de conformité d'une implémentation, 
il est possible de tester cette implémentation du point de vue de sa 
robustesse et ses perf ormonces. 
/_ Tt!sls dt! robuslt!SSI! 
Par robustesse, on entend la capacité de l'implémentation of aire face 
et o répondre aux erreurs des inputs reçus ainsi qu'aux erreurs internes 
(générées par elle-même}. 
Les tests de robustesse sont destinés o déterminer les circonstances 
qui poussent l'implémentation que l'on teste o produire un message RESET 
ou DI SCONNECT. 
2. Tt!sls dt! pt!rlorm1111ct! 
La performance d'une implémentation de niveau-(N) dépend des 
perf ormonces des couches sous-jacentes (de niveou-(N-1) et inférieures) 
et de la charge du réseau employé pour foire tnmsiter les messages entre 
les implémentations. 
La performance d'une implémentation est souvent déterminée par un 
ensemble de ·benchmarks· la confrontant o différentes conditions de 
fonctionnement qui varient en fonction de : 
- la charge du réseau (légère, moyenne, élevée} ; 
- du type de lignes utilisées 
* dons le réseau, 
* entre le réseau et le centre de test d'une part, et le réseau 
et le site client d'autre part ; 
- de lo localisation des implémentations. 
L'ensemble des confrontations de l'implémentation il différentes 
conditions de fonctionnement donne un aperçu de la qualité de service 
qu'elle offre. Cependant, il est difficile de chiffrer cette qualité de service 
car aucune unité de mesure n'est appropriée. Néanmoins, on peut tenter de 
déterminer la qualité du service offert par l'implémentation dans deux 
domaines particuliers : 
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8) le tronsf ert de données 
on détermine cette voleur en colculont 18 durée qui sépnre le moment 
où les données sont communiquées à l'implément8tion que l'on teste, p8r 
l'utilisnteur de celle-ci, et le moment où elles sont reçues pnr l'utilisnteur 
de l'entité poire ; 
b) l'ét8blissement d'une connexion 
p8r 18 durée nécess8ire à J'ét8blissement d'une connexion. 
Et8nt donné que les mesures de perform8nce sortent du c8dre de notre 
étude, il n'en ser8 plus question d8ns 18 suite. Néonmoins, le lecteur 
désirHnt un complément d'inf orm8tions à ce sujet pourr8 consulter 
NightingHle (1962) et Mc Coy, Colel18 et W8118ce ( 1961 ). 
- 137 -
Les tests 
Tl.& t!l!J(lDUGJ tirtmldb Cl Um ~n:ilDOID ~Dom 
(iœ~ 
7.3.1. Héthodes basées sur une modélisation FSH 
Lorsque l'on dispose d'une architecture de test telle que celles 
décrites dans les chapitres 4 et 6, se pose alors le problème du choix 
des tests â mener sur cette architecture pour vérifier la conformité 
d'une implémentation de protocole. La section 7.2 classifie les 
différents tests â réaliser pour atteindre cet objectif : tests des 
primitives fournies, tests de transitions d'états, tests de variation de 
paramètres, tests de combinaison de primitives. Reste donc à envi-sager 
la génération de séquences de test pour chacune de ces classes. 
Cependant, seuls les tests de transitions d'état sont envisagés ici. 
Comme déjà signalé au niveau de l'analyse des outils de description 
et validation formelle (point 3.3.1.), le modèle d'automate à états finis 
(FSM Finite State Machine) est particulièrement bien adapté pour 
décrire 1e comportement d'un système de communication. Rappelons que 
dans ce modèle, un système est composé d'un nombre fini d'états reliés 
par des transitions. La survenance d'un événement (input) provoque le 
passage du système de l'état courant à un nouvel état via une transition 
consistant en l'exécution de traitements et en la génération d'outputs. 
Le f orma1isme 8 ---X/V---> Ej employé par la suite signifiera que la 
survenance de l'événement X dans l'état Ei provoque la génération des 
outputs V et le passsge à l'état Ej . L'ensemble des états et transitions 
décrivent un système. 
L'objectif des sections suivantes sera de décrire trois méthodes de 
génération de séquences de test figurant parmi les plus répandues à 
savoir 1 a méthode de parcours des transitions. 1 a méthode de 1 a 
séquence caractéristique et la méthode de la séquence de vérification. 
Une analyse de celles-ci en terme d'efficacité dans 1a détection des 
erreurs et dans la longueur de la séquence â générer sera également 
proposée. Les figures 7.1 et 7.2 donnent respectivement une 
description FSM et une table d'états décrivant le protocole de transport 
classe O tel qu'il est défini par 1S0/CCITT (y compris les abréviations 
utilisées pour les primitives et les éléments de protocole). Ce protocole 
servirn d'illustration pour les trois méthodes exposées ici. 
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D'autres méthodes de génération automatique de séquences de test 
sont également applicables. On pourra notamment consulter LINN et 
McCOV ( 1983) ainsi que URAL et PROBERT ( 1983) pour des méthodes 
bosées sur une spécificotion des tests dans une grommoire générotive 
(·attributed context free grommor and generotive grommor·). 
CC,DT,OR 
CR, 
N_Dind, 
J_nreq, 
DR, 
N_Rind 
T_IJTreq,OT 
Figure 7.1 : Description du protocole de transport classe o 
sous forme d'automate à états finis. 
Nombre d'états n = 4 
Nombre de transitions q = 21 
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Ltftq 3JCA -
Llreq - 1/DI 
LlrellJ - 1/CC 
LIJreq - -
Cl 2/LCilltl 1/[IR 
et 1/- 1/EIR 
Il 1/- 1/[IR 
• 1/- 1/EAI 
~i•d - -
N....Ai•d - -
CR . : ComecU~ POO 
: Comect..Coefi'TI POU 
: Dilll~FOO 
Œ 
DT 
IR 
N..hd 
N.hd 
ERR 
Œ 
IR 
DT 
N...tir.q 
fLhd 
N.hd 
: ~ POO 
: Nnv~L~ü,n 
: Nnvcrk..ieseLNicatien 
: EllàrPOU 
: Comect..Coefi'TI POU 
: ~ POO 
: DalaJ'e(JleStFOO 
: Nt~~ 
: ~Lnclcatim 
: N.Jèse~Ü>n 
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(3 (4 
Nal..el èt• t/eut,.t(s) 
- -
- 1/~eq 
-
-
-
4/1...J:co•f 
-
1/DI 
1/[IR 
-
l1 : ldle fét• t i•itial) 
(2: w•iLfer...MccepLJesp 
E3: lhitJ..-_TPllJ 
CDlll'lecLI•finn 
Ei : D•t• Trmsf ert 
1/- i/Um•d 
1/LlilNI, 
l)N_Oreci N-'r'eq 
- 1/Lli•d 
- 1/Lli•d 
Ev~ en prO"f~ dl répord«r 
l...C,-eq 
T..I:req 
T~ 
T...DTreq 
: T...ùnlet~ 
: l ...bisclnllectJ'eqJest 
: T..-ColntcL.response 
: T ..Da l a..rf(JJ!St 
T....Cllld : T ...com.c~tioa 
l...tœrt : T.-CtnlfCUlOffim 
T..DTnd : Ll>~TLhncitioll 
T...Dtd : T...DiscnlecLilcfum>n 
ngare 1.2: tale de treasi1iens peur le protocele 
* tr•s,ert chasse 1. 
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7.3.1.1. Méthode de p8rcours des tronsitions 
Description de /11 mithode 
Une séquence de test est oppe l ée parcours des transitions si 
elle couvre toutes les tronsitions de lo toble d'ét8ts 8U moins une fois. 
Considér8nt le graphe de description d'un protocole selon lo méthode 
FSM, le problème de lo génér8tion d'une telle séquence consiste o 
déterminer un chemin (séquence d'8rcs tel que le noeud termin8l d'un 8rc 
coïncide 8Vec le noeud initi8l de l'orc suiv8nt) emprunt8nt 8U moins une 
fois chocun des 8rcs du grophe. L'algorithme A donné e·n onnexe 3 
ré8lise une telle opérotion. 
L'existence d'un tel chemin requiert que le système soit fortement 
connexe (c·est-o-dire tel que pour tout étot Ei et Ej, il existe toujours 
une séquence d'événements stimuli tel que portont de Ei et oppliquont 
cette séquence, on oboutit o l'étot Ej) et totolement spécifié 
(c'est-â-dire tel que pour tout étot et pour tout événement pouvont 
survenir dons cet étot, les outputs et le nouvel étot sont invoriobles et 
connus). 
App/ic11t ion 
Appliquont l'olgorithme A au graphe 7.1 représentont le protocole 
de tronsport closse 0, on obtient lo séquence de test suivonte : 
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EP. Evénements 
CMputs 
E.S EP. Evénements 
CMputs 
ES. générés générés 
1 CR T_Cind 2 1 CR T_Cind 2 
2 T_Dreq DR 1 2 DR ERR 1 
1 cc - 1 1 T_Creq CR 3 
1 DT - 1 3 DR T_Dind 1 
1 DR - 1 N_Oreq 
1 CR T_Cind 2 1 T_Creq CR 3 
2 CR ERR 1 3 cc T_Cconf 4 
1 T_Creq CR 3 4 CR ERR 1 
3 DT - 1 1 CR T_Cind 2 
1 CR T_Cind 2 2 T_Cresp cc 4 
2 T_Cresp cc 4 4 DR N_Oreq 1 
4 T_DTreq DT 4 1 CR T_Cind 2 
4 · DT T_DTreq 4 2 T_Cresp cc 4 
4 T_Dreq N_Dreq 1 4 N_Oind T_Dind 1 
1 CR T_Cind 2 1 CR T_Cind 2 
2 cc ERR 1 2 T_Cresp cc 4 
1 CR T_Cind 2 4 N_Rind T_Dind 1 
2 DT ERR 1 
E.P. = états présents, E.S. = états suivants 
La séquence d'événements générés est reprise dans les colonnes 
·Evénements·. Chaque ligne du tableau représente une transition telle 
qu'elle est décrite dans la norme. La comparaison des différents outputs 
repris dans les colonnes ·outputs générés· et des outputs effectivement 
produits lors de l'utilisation de la séquence permettra d'établir le 
résultat des tests. 
11 est à noter que dans ce cas le système n'est pas totalement 
spécifié (la réaction du système suite à la survenance d'un événement 
n'est pas définie pour certains états) mais ceci n'empêche pas 
l'application de la méthode. 
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L 011!Jt1e11r de /11 séquence 
L'objectif de ce point est de définir une formule exprimant 10 
longueur maximale de lo séquence (longueur correspondont ou pire des 
cos pouvont survenir). Cette longueur moximole permettra une 
comporoison des différentes méthodes on61ysées qui sera plus générale 
que la comparaison des longueurs obtenues selon ces diverses méthodes 
pour l'exemple étudié. 
Une limite supérieure pour la longueur de la séquence de parcours 
des tronsitions pour un système incomplétement défini est donné par 10 
formule : 
lg(T) i q + (q-l)(n-1) ( 1) 
où q représente le nombre de transitions spécifiées dons le 
protocole et n le nombre d'états. Lo longueur de la séquence donnée 
ci-dessus est de 34 (dont 13 ores porcourus ou moins deux fois) olors 
que lo borne supérieure selon 10 formule ( 1) serait 61 (21 +20*3). 
7.3.1.2. Méthode de 16 séquence caractéristique 
Descripl ion de /11 méthode 
Une séquence cnn1ctéristique est formée de lo concotén6tion 
(représentée por • dons ce qui suit) des éléments de deux ensembles, 
ceux de l'ensemble coroctéristique (W) et ceux d'un ensemble (P). 
L'ensemble coroctéristigue (W). d'un système défini en tont 
qu·outomote à étots finis est une séquence d'un ou plusieurs 
d'événement(s) permettont de distinguer n'importe quel étot vis-à-vis 
des outres du point de vue de son comportement lors de lo réception de 
cette séquence d'événement(s). Cet ensemble étont souvent appelé W, on 
parle aussi de 16 méthode W. 
L'ensemble P constitue un ensemble de séquences d'événements 
telles que pour choque tronsition d'un état Ei à un étot Ej suite à lo 
survenonce de l'événement X, les séquences T et T • X sont reprises dons 
P ; T représente la séquence d'événement(s) permettant de passer de 
l'étot initiol â l'étot Et 
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Une méthode de construction de l'ensemble P consiste o créer tout 
d'8bord 1'8rbre de test du protocole. Ch8que chemin p8rtiel de cet 8rbre 
constitu8nt un élément de l'ensemble P (Un chemin p8rtie1 est une suite 
d'8rcs consécutifs p8rt8nt de lo r8cine de l'orbre et se termin8nt en un 
noeud terminal ou non). Chaque 8rc de 1'8rbre se voy8nt associé un 
événement, P sera constitué de séquences d'événements (la séquence 
vide représentée por {} est considérée comme f oisont portie de P). 
L'olgorithme B donné en onnexe 3 peut être utilisé pour construire un tel 
orbre. 
L'utilisotion de cette méthode nécessite que le système soit 
fortement connexe et qu'il possède un étot initiol. Sous ces conditions, 
une séquence cornctéristique existe. 
Applic11t ion 
Bien que l'existence d'un ensemble coractéristique ne soit pos 
gorantie pour un système incomplètement défini, l'ensemble {DR} en 
constitue molgré tout un pour le protocole de transport (cfr figure 7.1). 
En effet, en porcourant les différentes lignes de 16 toble de lo figure 
7.2., on remorque que l'événement DR o lo porticulorité de provoquer 
quatre réactions différentes selon l'étot du protocole, ce qui n'est le cos 
pour oucun outre événement. .On peut toutefois noter que lo séquence 
{T _Dreq • CC} constitue un outre ensemble coractéristique. Cependont, 
on choisira de préférence l'ensemble coractéristique comprenont le 
moins d'éléments ofin de minimiser lo longueur de lo séquence générée. 
Quont i, l'ensemble P, il peut être construit en oyont recours â 
l'orbre de test. Se basont sur l'olgorithme B, 1'6rbre de test du protocole 
de transport est le suivont : 
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Figure 7 .3 : arbre de test du protocole de transport classe O. 
LB concBténBtion de l'ensemble CBrBctéristique (W = {DR}) et des 
différentes séquences de P (différents chemins p8rtiels de l'Brbre de 
t est P = {CC, DT, CR, T __creq, DR, CR•T _oreq,. . .) forment 18 séquence 
cBrnctéri st i que sui vBnte : 
P•W = {{}.OR, cc. DR, DT. DR, CR. DR, T _creq. DR, OR. OR, 
CR • T _Dreq • DR, CR • CR • DR, CR • CC • DR, 
CR• T_Cresp • DR, CR• DT• OR, CR• DR• DR, 
T __creq • DT • OR, T _Creq • OR • OR, T _Creq • CC • DR, 
CR• T _Cresp • T _DTreqeDR, CR• T _Cresp • N_Dind•DR, 
CR• T __cresp • CR•DR, CR• T __cresp • T _DreqeOR, 
CR• T _Cresp • tLRind•DR, CR• T __cresp • OR, 
CR • T _Cresp • DT •DR } 
HBnt donné que chBque sous-séquence de P • W doit être appliquée 
à partir de l'état initiBl, le retour à cet ét8t est nécessBire Bprès chaque 
sous-séquence. Ceci est réBlisé par des séquences de trnnsf ert Bppelées 
réinitiBlisBt ion. 
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Dons l'exemple présenté, de telles séquences sont cependont 
i nutiles puisque l'ensemble caractéristique {DR} présente en plus la 
particulorité d'amener le système dans son état initol. Mois ce n'est pos 
le cas pour tous les ensembles caractéristiques. 
L ong11e11r de /11 séquence 
Lo longueur totale de lo séquence définie por lo méthode des 
séquences caractéristiques est donnée par : 
{(nombre d'événements de l'ensemble coractéristique W) 
* (nombre de séquences dons l'ensemble P)} 
+ {(nombre d'événements de l'ensemble P) 
* (nombre de séquences dons l'ensemble coroctéristique W)} 
Une borne supérieure peut être donnée en considérant que l'orbre de 
test est dégénéré (le nombre d'arcs partant de chaque noeud est 
i nférieur ou égal o 1 ), ce qui représente le pire des cas : 
1 g(W) i ( 1 /2) knw(n+ 1) + m(q+ 1) (2) 
où k représente le nombre maximum de transitions spécifiées pour 
un état donné de la toble d'états du système incomplétement spécifié, n 
l e nombre d'états, m le nombre de séquences dans l'ensemble W, q le 
nombre toto l de transitions spécifiées dons 1 a tab 1 e et w le nombre 
d'événements de l'ensemble W. Lo longueur de lo séquence donnée 
ci-dessus est de 66 olors que selon la formule (2) lo borne 
supérieure serait de 92 ( ( 1 /2)*7*4* 1 *5 + 1 *22 ). 
7.3.1.3. Méthode de lo séquence de vérification 
Description de /11 méthode 
Cet te méthode est réservée o tout système possédont une 
séquence d"identificntion (DS Distinguish Sequence). Une telle 
séquence peut être définie comme une suite d'un ou plusieurs 
événement(s) tel que l'output généré por le système lors de lo 
survenance de ce(s) événement(s) est différent selon l'état initial du 
système. 
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Une séquence de vérificotion sero composée de trois porties : 
- une sous-séquence initiole permettont de foire passer le système 
dans un état initial donné. Considéront un grophe du type de celui de lo 
figure 7.1, une telle séquence consistero en un chemin permettont de 
rejoindre l'étot initiol â partir de l'état couront (la longueur de lo 
séquence initiale pourra être minimisée en choisissont le chemin le plus 
court entre ces deux étots); 
- une sous-séquence de reconnoi ssonce des étots qui 1 i ste 1 es 
réponses du système suite â lo survenonce dons choque étot de(s) 
l'événement(s) constituont lo DS. Pour que choque état soit reconnu ou 
moins une fois, cette séquence doit être telle que lo DS soit oppliquée â 
choque état ou moins une fois. 
Si tel est le cos et si le système fonctionne correctement, on 
observera n (=nombre d'étots) réponses différentes, por définition de la 
DS. On pourra donc associer â chaque état Ei une coroctéristique qui 
l'identifiero à sovoir so réponse â lo DS. Si on désire déterminer quel 
est l'état suivant {Ej) lors de la survenance de l'événement DS dans l'étot 
Ei, on devra cependant appliquer deux fois la DS. En effet, l'état du 
système étant une voriable interne, il est non occessible dans l'approche 
·black box·. Dés lors, l'état Ej ne sera reconnu qu·en appliquant une 
seconde fois la OS qui l'identifie parmi l'ensemble des états. Cette 
sous-séquence peut être construite gr6ce o l'algorithme C donné en 
onnexe 3 appliqué â un (D5)-diagromme qui constitue un diagramme de 
tronsition inter-états pour l'événement DS et uniquement cet événement. 
- une sous-séquence d'analyse des transitions qui est utilisée pour 
vérifier individuellement chaque transition de la table d'états. L'étude 
d'une tnmsition Ei ---X/V---> Ej consiste â vérifier que la survenance de 
l'événement X dans l'état Ei provoque : 
- la génération des outputs V 
- et le possage o l'état Ej tels que cela est décrit dons la norme. 
Une telle étude nécessite l'opplicotion de la séquence (X • DS) ; 
l'applicotion de la OS à l'état Ej (état résultant de la survenance de 
l'événement X dons l'état Ei) permet d'identifier ce nouvel étot. Si l'on 
désire effectuer la même opération pour l'ensemble des transitions 
décrites pour le protocole (et ainsi définir la sous-séquence d'analyse 
des tronsitions), un porcours des tronsitions doit être effectué. 
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Ce porc ours sero réo li sé sur un grophe G déduit de 1 o des cri pt ion 
FSM du système et construit de lo monière suivonte : pour tout étot Ei du 
système et pour tout événement X pouvont survenir dons cet étot, 
ojouter d G l'orc représentont lo tronsition Ei --(X • OS)--> Ej. 
Considérant un tel grophe, l'algorithme A de parcours des transitions 
donné en onnexe 3, réalise le porcours des tronsitions. 
Applic11lio11 
En examinant les différentes lignes de la toble 7.2 décrivant le 
protocole de transport, on constote que lo séquence {DR} constitue une 
DS. Etont donné que l'étot 1 (idle) est considéré comme étot initial dons 
lequel peut commencer le test, lo séquence initiole est vide. Se basant 
sur le grophe de lo figure 7.4 (oinsi que sur lo figure 7.1 donnant les 
séquences de tronsf ert inter-étot) et oppliquont l'olgorithme C, lo 
séquence de reconnoissonce des étots suivontes est obtenue : 
{ CR • os • os • DS • T _Creq • os • os • T _creq • cc • os • os } 
(S 1) 
os 
Figure 7 .4 : (DS)-diagramme du protocole de transport. 
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DT.OS, T_Creq.OS, CR.OS, CC.OS 
T_Dreq.OS 
T_Cresp.DS, 
CR.OS, CC.OS, 
DT.OS 
cc.os 
DT.OS 
T_Dreq.OS, 
T_DTreq.DS, 
CR.OS, DT.OS, 
N_Oind.DS, 
N_Rind.DS 
Figure 7 .5 : graphe de test pour le protocole de transport. 
Quant è la séquence d'analyse des transitions, elle peut être obtenue par 
Bpplication de 1'a1goritme A au graphe 7.5 : 
{ (T _Dreq. DR). (CC. DR). CR. (T _cresp. DR). (CR. DR). CR 
•(CR• DR)• (T_Creq •DR)• CR• (CC• DR)• (DT• DR)• CR 
• (DT • DR) • T _Creq • (CC • DR) • T _Creq • (DT • DR) • CR • T _Cresp 
• (T _Dreq • DR) • CR • T _Cresp • (T _DTreq • DR) • T _creq • cc 
• (CR. DR). T _creq. cc. (DT. DR). T _creq. cc. (N_Dind. DR) 
• T _creq •cc• (N_Rind •DR)} 
(S2) 
Etant donné que la sous-séquence d'analyse des transitions commence 
par l'état 2 et que la sous-séquence de reconnaissance des états se 
termine par l'état 1, une séquence de transfert est nécessaire pour 
assurer la concaténation de ces deux sous-séquences. La séquence {CR} 
peut, dans l'exemple être utilisée è cet effet. Dés lors, la séquence de 
Yérification sera : { (S 1) •CR• (52) }. 
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l llll/Jlll!Ur dt! /11 séqlll!RCI! 
GÙNEÇ ( 1970) donne et commente une expression de lo longueur 
moximole de lo séquence de vérificotion: 
séquence de reconnaissance des états : 2 nl + (n-1)2 
séquence de vérification des transitions : q(n-1) + q(L + 1) 
lg(V) i 2 nL + (n-1 )2 + q(n+L) (3) 
où q représente le nombre de transitions spécifiées dons 18 table, n 
le nombre d'états et L la longueur de la OS. La longueur de la séquence 
donnée ci-dessus est de 64 (dont 19 événements constituant des 
transferts) alors que selon la formule (3) la borne supérieure serait de 
122 ( 2*4*1 + 3*3 + 21(4+1) ). 
7.3.2. Comparaisons et évaluations 
Tope d"e/'Teurs détectées 
Afin de pouvoir comparer les différentes méthodes quant à leur 
efficacité dans la détection des erreurs, on peut distinguer deux types 
d'erreurs. Considérons deux systèmes A et A' (A' constituant le système 
de référence supposé correct et A celui qui est évalué) modélisés selon 
la méthode FSM et possédant les mêmes inputs, on distinguera: 
- les erreurs d"opér8tion : on dit qu·un système A possède des 
erreurs d'opération si A n·est pas équivalent à A' et si A peut être 
modifié pour le rendre équivalent à A', uniquement en changeant un ou 
plusieurs outputs de certains états de A (sans ajouter ou supprimer 
d'états). Concrètement, une erreur d'opération correspond à la 
génération d'un mauvais output lors de la survenance d'un événement 
donné dans un état donné ; 
- les erreurs de trBnsf ert : on dit qu·un système A possède des 
erreurs de transfert si A n·est pas équivalent à A' et si A peut être 
modifié, pour le rendre équivalent à A', uniquement en changeant l'état 
de destination de certaines transitions. Concrètement, une erreur de 
transfert correspond à un mauvais passage d'état lors de la survenance 
d'un événement donné dans un état donné. 
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Les erreurs d'opération 
A titre d'exemple, si on envisage, que la survenance de l'événement 
T_Creq dans l'état E1 provoque la génération d'un DR ou lieu d'un CR 
comme celo est exigé dans la table de la figure 7.2, le système ainsi 
décrit contient une erreur d'opération. . Cette erreur sera cependant 
détectée par les trois méthodes venant . d'être exposées. En effet, 
chacune d'entre elles prévoit l'étude de la survenance de l'événement 
T _creq dans l'état E1 : 
Input : 
Etat : 
Output observé: 
Output attendu: 
. T_Creq . .. . . 
1 3 . .. . 
DR (erreur) 
CR 
Observant les résultats produits lors de l'utilisation d'une séquence, 
l'utilisateur (réalisateur des tests) pourra aisément détecter l'erreur 
par comparaison entre les outputs observés et les outputs attendus de 
part les spécifications (table d'états). 11 en est de même pour les autres 
erreurs d'opération. 
Les erreurs de transfert 
Si on envisage que la survenance de l'événement CC dans l'état E3 
provoque le passage â l'état E2 au lieu de l'état E4 mentionné dans la 
table de la figure 7.2, le système ainsi décrit contient une erreur de 
transfert. 
* La séquence de vérification définie â la section 7.3.1.3 appliquée o 
cette implémentation fautive f ournirn les résultats suivnnts : 
Input: 
Etat effectif 
Outputs observés: 
Outputs attendus: 
. . . . . cc DR .... . 
. .. 3 2(erreur) 
T _Cconf ERR (erreur) 
T _cconf N_Oreq 
L'application de la OS {DR} après l'événement CC permet de déceler 
l'erreur de transition (différence entre l'output attendu et l'output 
observé). En effet, de par la définition de la DS, l'output est différent 
selon l'état initial. Ainsi, l'observation d'un ERR (lors de l'émission d'un 
CC) est typique de l'état 2 alors que l'output spécifique â l'ét6t 4 
(N_Oreq) aurait dû être observé. 
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* Pour la même raison, la séquence caractéristique permettra elle aussi 
de détecter l'erreur (par application de la séquence {DR} après chaque 
événement) 
* La séquence de test generee par la méthode de parcours des 
t ransitions ne permet p6s quant â e 11 e de détecter une te 11 e erreur. En 
effet, l'an61yse des outputs ne montrera aucune différence par rapport â 
un système correct : 
Input : 
Et6t effecti f 
Output observé: 
Output attendu: 
.... cc 
.. .. 3 2(erreur) 
CR 
T_Cconf ERR 
T_Cconf ERR 
Longueur des séquences générées 
Parmi les trois méthodes, 16 méthode de p6rcours des transitions 
est celle qui fournit 16 plus courte séquence de test. L6 longueur des 
séquences générées p6r les deux autres méthodes dépend fortement de 16 
l ongueur de lo DS et de l'ensemble W. Etant donné que ces séquences 
avaient dans notre exemple une longueur de 1, des séquences 
relotivement courtes ont pu être définies. Mois ce n'est pos toujours le 
COS. 
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7.3.3. Le problème de synchronisation 
Prisl!lll11li11n d11 pro/Jlime 
La génération de séquences de test ne peut se limiter â l'application 
pure et simple d'une des trois méthodes décrites ci-dessus. En effet, les 
séquences de test générées selon ces méthodes le sont dtms l'hypothèse où 
le testeur actif et le centre de test résident sur la même machine. Or, il 
fout rappeler que l'architecture générale permettnnt de tester une 
implémentation de protocole est décentrnlisée comme l'indique ln figure 
7.6. 
centre de test site client 
testeur 
ré,ondeur R 
actif 
pr1tocole à ir1plémentatio11 à tester (N) 
T - -.... 
- 1 
1 tester • 
1 . 
1 1 
1 1 
1 1 
1 
niueau 1 niueau 1 
1 1 
Figure 7.6 : architecture générale des tests. 
Etant donné que le testeur et le répondeur sont répartis sur deux sites 
distincts, se pose le problème dit de ·synchronisation·. En effet, les 
séquences de test obtenues précédemment ne tiennent pas compte de la 
synchronisation devant exister entre le testeur actif et le répondeur, en ce 
sens que l'un d'eux doit parfois attendre, avant de pouvoir poursuivre sa 
séquence de test, la durée d'une transaction dans laquelle il n'a pas pris 
part. 
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Nol11lio11s el dé,i11ilio11s 
08ns 18 suite de notre étude, il sern f oit référence, 8U même exemple 
que celui utilisé pour la présentation des méthodes de générnt1on 
8utom8tique, à savoir le protocole de transport illustré à 18 figure 7.1. 
Considérons mointen8nt une des séquences de tests (ST 1) obtenues 
selon la méthode de parcours des transitions décrite précédemment. Les 
événements 8ttendus par l'implément8tion en provemmce du répondeur ou 
du testeur sont représentés en coroctères gros, olors que les événements à 
produire par l'implémentation à destination du répondeur ou de l'entité 
poire sont représentés en itolique. Lo lettre T (respectivement R) 
mentionnée devont choque événement signole que celui-ci concerne un 
échange de messages (émission ou réception) entre l'implémentation et le 
testeur (respectivement le répondeur) : 
1 T .CR 2 R.T _Dreq 1 T .CC 1 T.DT 1 T.DR 1 T.CR 2 
R. T_Cind T.OR R.T_Cind 
T .CR 1 R.T _Creq 3 ( ST 1 ) 
T.ERR T.CR 
Cette séquence est donc une suite d'événements à communiquer â 
l'implémentation. Toute suite de messoges reçus et/ou envoyés (suite 
pouvont éventuellement contenir qu'un seul élément) est appelée 
transition de base. Ainsi les suites (T.CR,R.T _Cind), (R.T _oreq,T.DR) ou 
même (T.CC) sont des tronsitions de bose. 
L'architecture générale de la figure 7.6 peut être modélisée par trois 
processus : 
- I (implémentation à tester qui consiste en un système à états finis; 
- T (testeur actif) ; 
- R (répondeur) ; 
communiquant entre eux au moyen de files FIFO. Cette nouYelle 
représentation du système est illustrée à la figure 7.7. Le système 
possède un état initial où toutes les files sont Yides. 
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Qti a 
T 
' Fl Oit 
les tests 
CS 
R 
' Fl Qir 
QHy désigne la file d'inputs prouenant du processus H 
et destinés au processus y. 
figure 7. 7 : modélisation de l'architecture générale. 
Lors du déroulement d'un test, le testeur et le répondeur peuvent 
recevoir des messoges de l'implémentotion â tester vi6 les files ()t et Or, 
tondis que celle-ci peut recevoir des messoges en provenonce du testeur et 
du répondeur, via respectivement les files Qti et Qr; ; ces messoges 
conduisent l'implémentotion que l'on teste â réoliser de nouvelles 
tronsi t ions. 
Pour mieux mettre en évidence le problème de synchronisotion, nous 
ollons foire obstroction, por lo suite, du type précis des messoges 
éch6ngés d6ns le système. Ainsi, il ne sera tenu compte que du f 6it que le 
mess6ge est reçu (R, received) ou envoyé (5, send) 6Vec lo mention de lo 
file concernée (it, ir, ti, ri). Lo séquence des messages abstraits R et T 
correspondant à une transition de b6se est appelée interaction de base 
ou pns d"exécution. P6r exemple, les interactions de bose correspondont 
aux tronsitions de bose (T.CR,R.T _Cind), (R.T _oreq,T.DR) et (T.CC) sont 
respectivement Rti Sir, Rn Stt et Rti . Une séquence d"internctions de 
base peut être obtenue à p6rtir de 16 séquence de test ST 1. Nous la 
noterons SIB 1 : 
Rti Sir Rri Stt Rti Rti Rti Rti Sir Rti Stt Rn Stt ... ( 5161 ) 
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On constate qu'â toute tronsition de base de ST 1 on peut associer une 
et une seule interaction de base ou pas d'exécution. Les pas d'exécution 
possibles sont de 4 types : 
1. Rxy Sxy 
2. Rxy Sxz 
3. Rxy Sxy Sxz 
4. Rxy où x,y et z représentent chacun un des processus 
I, R et T (peu importe lequel). 
Les pas d'exécution de type 1,2 ou 3 représentent 16 réception d'un 
message (du répondeur ou du testeur) suivi de l'envoi d'un message fou 
testeur et/ou au répondeur). Les pos de type 4 représentent 10 réception 
d'un événement sans qu'il n'y ait de message â envoyer suite â celui reçu. 
Lo SIB 1 donnée ci-dessus peut être retranscrite (SIB2) en mettant en 
évidence les pas d'exécution : 
Rti Sr / Rn Stt / Rti / Rti / Rti / Rti Sr / Rti Stt / Rn Stt ( S182 ) 
Les différentes interactions de base sont les suivantes. : 
1. Rti ( type 4) 
Réception d'un événement du testeur sans production de 
réponse; cette transition de base est par exemple celle 
associée ou troisième input (CC) de la séquence ST 1 ; 
2. Rn (type 4) 
Réception d'un événement du répondeur sans production de 
réponse; 
3. Rti Stt (type 1) 
Réception d'un événement du testeur avec production d'un 
message pour le testeur ; ex. septième input (CR) de la 
séquence ST 1 ; 
4. Rti Sr (type 2) 
Réception d'un événement du testeur avec production d'un 
message pour le répondeur ; ex. premier input (CR) de 10 
séquence ST 1 ; 
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5. Rn Stt ( type 2) 
Réception d'un événement du répondeur ovec production d'un 
message pour 1 e testeur ; ex. deuxième input (T _oreq) de 1 a 
séquence ST 1 ; 
6. Rri Sr (type 1) 
Réception d'un événement du répondeur avec production d'un 
message pour 1 e répondeur ; 
7. Rti Stt Sr (type 3) 
Réception d'un événement du testeur ovec production d'un 
message pour le testeur et le répondeur; 
8. Rri Sr Stt (type 3) 
Réception d'un événement du répondeur ovec production d'un 
message pour le répondeur et le testeur; 
On peut remarquer que les transitions de bose 2, 6, 7 et 8 
n'opporaissent pos dons la séquence d'interactions de bose (SIB 1) déduite 
de lo partie de séquence de test (ST 1 ), utilisée comme illustrotion. 
Il est à présent indispensable d'identifier à portir de lo séquence SIB 1 
les messages à recevoir (Rxy) ou à envoyer (S<y) à chocun des processus T 
et R impliqués dans le test. 
La construction de la SIB propre à T (que l'on notera SIBr) peut être 
réalisée en parcourant un à un les pos d'exécutions de 16 SIB du processus I 
(ces pas d'exécution sont mis en évidence dans la séquence 51B2 
ci-dessus) et en effectuant les tnmsf ormations suivantes : 
- si dons l e pos d'exécution 0n0lysé il est mentionné une interaction 
du type Rti. 0lors écrire dans 16 séquence SIBT l'interoction opposée Sti; 
- si dons l e p0s d'exécution 0nalysé il est mentionné une interaction 
du type Stt. alors écrire dans la séquence SIBT l'interaction opposée Rtt; 
- si dons le pos d'exécution anolysé le processus T n'est mentionné 
nulle port, écrire dons 16 séquence SIBT le coractère spéciol @. 
De même, on obtient la séquence d'interactions associée au processus 
R (que l'on notera SI~) p0r applic0tion de 10 méthode décrite ci-dessus. en 
rempl0ç0nt, dons le roisonnement, précédent ti et tt respectivement par n 
et r . 
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Ainsi les trois séquences d'interactions de base pouvant être déduites 
de la séquence de test d'origine sont : 
1 : Rti Sr Rri Stt Rti Rti Rti Rti Sr Rti Stt Rri Stt 
T : Sti Rtt Sti Sti Sti Sti 
R: Rr Sri ••• 
Sti Rtt 
Rr t Sr; 
0 
Rtt 
( S101 } 
( SIBT } 
( SIOR } 
Remarque : Les séquences SIBr et SIER sont celles qui pourroient 
servir de point de déport pour construire les scénarios de tests o exécuter 
respectivement sur le centre de test et le site client (por exemple pour 
les scénarios du NBS}. 
Détection des problémes de sgnchronis11tion 
L'exécution en parallèle des séquences de test SIBT et SIER soulève le 
problème de synchronisation présenté plus haut. Pour illustrer ce 
problème, reprenons rapidement l'exécution de ces séquences. Le testeur 
entame le test et envoie un message o l'implémentotion (I). Après 
réception d'un message en provenance de I, le répondeur envoie à celle-ci 
une réponse. Puis c·est au tour du testeur d'envoyer quatre messages o I. 
Les trois premiers ne nécessitent pas de réponse de lo part de 
l'implémentation. A la réception du quatrième, celle-ci doit envoyer un 
message au répondeur. Le testeur envoie un nouveau message à I qui y 
répond immédiatement. Puis c'est ou tour du répondeur o produire un 
message destiné à l'implémentation. C'est à ce moment que se manifeste 
le problème de la synchronisation, cor il est impossible pour le répondeur 
de savoir qu'il doit seulement transmettre son message oprès que T oit 
reçu sa réponse de l'implémentation. A ce niveau, 11 est bon de constater 
que le processus I représentant l'implémentation à tester n'est pas à 
l'origine du problème de synchronisotion, mais que celui-ci se situe au 
niveau du répondeur et du testeur. L'implémentation à tester ne fait que 
réogir oux événements produits par ceux-ci. 
De manière plus générale, un problème de synchronisation survient 
lorsqu'une séquence d'interoctions ( SIBT ou SIER} possède une interaction 
de type S (send) précédée d'un ou plusieurs caroctères @. Dons la séquence 
SIBR ci-dessus le problème de synchronisation est indiqué par o . 
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On peut aussi détecter d'éventuels problèmes de synchronisation d'une 
outre manière, pnr exemple en observant les séquences d'internctions 
obtenues pour l'implémentntion o tester (SIB 1)_ Ainsi, lo présence de 
paires d'interactions non synchronisables (c'est-â-dire de poires 
d'interactions où la deuxième interaction ne peut suivre lo première sons 
générer un conflit de synchronisotion) est l'indication d'un tel conflit. Si 
l'on repère, par exemple, dons lo séquence d'interactions de base associée 
o l'implémentation lo poire Rti Rri, on constnte (cf SIB2) que Rti constitue 
o lui seul un pos d'exécution . Ln séquence d'internctions de bnse propre â 
R (SIER) contiendra le coroctère @ (étant donné que ·r· n'est pos repris 
dons Rti) suivi de s,; (correspondont nu ~ ). Ce qui constitue lo condition 
d'opporition d'un problème de synchronisotion. 
Mis â part Rti Rri, les outres poires et sous-séquences non 
synchronisobles sont : 
- Rri Rti; 
- Rti Stt Rri · , ( liste 1 ) 
- Rri Sr Rti. 
Dans la séquence 51B t, la sous-séquence non synchronisable à 
l'origine du conflit est Rti Sit Rn. 
So/ul ions du probléme 
Une so 1 ut ion pourroi t â pn on résoudre 1 e prob 1 ème de 
synchronisotion. Elle consisteroit dons notre exemple â communiquer ou 
répondeur la durée des deux dernières interactions du testeur avec 
l'implémentotion (Sti Rit) ; cependrmt il s·ovère difficile d'imposer de 
telles contraintes sur l'exécution de processus porollèles. 
Lo f oçon lo plus efficace d'éviter l'opporition de tels problèmes est 
d'empêcher 16 génération de séquences de test pouvont mener â ces 
conflits (l'opproche préventive est préférée â une opproche de résolution 
de conflit). Les trois méthodes de génération qui ont été expliquées dons 
la section 7.3.1. vont être modifiées de manière â ne produire que des 
séquences de test dont les paires d'interactions de base sont 
synchronisnbles. L'idée sous-jncente o ces nouvelles modificotions est de 
vérifier si tout nouvel élément que l'on ajoute â la séquence d'interactions 
est synchroni sab 1 e avec ses prédécesseurs. 
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Cette vérification se f oit sur base d'une liste (semblable o la liste 1) 
contenant l'ensemble des sous-séquences non synchronisables. 
Pour plus d'inf ormotions, on peut consulter Sorikaya et Bochman 
( 1963) qui donnent et commentent les modifications â apporter aux 
algorithmes de génération de séquences de test afin d'éviter ces 
problèmes de synchronisation. 
En temmt compte des modifications apportées oux algorithmes de 
génération de séquences, il est possible d'obtenir des SIB synchronisables 
pour l'implémentation que l'on teste, â partir desquelles seront déduites 
les SIB pour le testeur (SIBT) et le répondeur (SIBR). Les séquences SIBT et 
SIBR seront alors transcrites en scénarios de test qui contiendront â la 
fois les événements inputs attendus de l'implémentation que l'on teste et 
les événements outputs â produire, de même que les paramètres associés â 
ces événements. 
Cependant, en fonction des spécifications de certains protocoles, il 
est parfois impossible d'éviter l'apparition de problèmes de 
synchronisation, même en utilisant les algorithmes améliorés de 
générotion de test. 
Comme exemple, supposons que l'on désire tester, pour une 
implémentation I , le parcours successif des deux transitions tij (de l'étot 
i â l'état j) et tjc (de l'étot j o l'état k), comme l'indique le shéma 
ci-dessous : 
t .. IJ 
état • état j état k 
En supposant que : 
- la transition tjc nous amenant en k est une transition du type ~ ou 
Rri Sn ou Rri Sr Sn, 
- 1 a transition tij est du type Rti ou Rti Sn. 
on obtient dans tous 1 es C6S une séquence non synchroni sab 1 e (voir 1 a 
liste 1 ci-dessus) : 
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- soit Rti Rn [ ... ], 
- soit Rti Sit Rn [ ... J. 
Si l'on désire molgré tout tester ces deux tronsistions tij et t.Jc, il est 
indispensoble d'adjoindre à l'orchitecture existonte un méconisme de 
synchronisotion entre le testeur et le répondeur. 11 s'agit en fait de relier 
ces deux processus par une connexion de synchronisation (CS) via 
loquelle seroi ent véhiculés des messages de synchronisotion. Cette 
connexion de synchronisotion est représentée en pointillé dons la figure 
7.7. 
Les scénarios obtenus par les méthodes précédentes devront être 
remaniés afin de tenir compte des commandes de synchronisation. 
Celles-ci sont ou nombre de deux : 
- lo commande W (wait) ; elle signale au processus testeur (ou 
répondeur) qu·n doit attendre la réception d'un messoge en provenance du 
répondeur (respectivement testeur) sur la connexion de synchronisation, 
avant de poursuivre la séquence de test. 
- la commande S (send) ; elle indique au processus testeur (ou 
répondeur) qu'i 1 doit envoyer ou processus répondeur (respectivement 
testeur), sur la connexion prévue à cet effet, un message de 
synchroni sot ion. 
Ainsi, si l'on désirait résoudre le problème de synchronisation présent 
dans les séquences SIBr et SI~ o l'aide de cette technique, ces deux 
séquences devraient être modifiées et deviendraient SIBT2 et SIBR2 : 
T: Sti 
R: Rr Sri 
Rit Sti Sti Sti Sti Sti Rit s 
Rr W Sr; 
0 
Rit ( SIOT2 } 
( SIDR2 } 
La séquence de test destinée au répondeur (SI~} contient une 
commonde W interrompant le déroulement du test jusqu'à la réception d'un 
messoge de synchronisation. Celui-ci sera généré par le testeur sur la 
connexion de test suite à la commande 5, figurant dans la séquence de test 
SIBT2 . 
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Le processus en ottente (c'est-à-dire celui qui o rencontré dons so 
séquence de test une commande W) devra signaler au processus paire 
(c'est-à-dire celui qui a rencontré dans sa séquence de test la commande 
S) lo réception du messoge de synchronisotion por un occusé de réception 
(aclrnowledgement). Le message de synchronisotion doit être retransmis 
jusqu'à la réception de cet acknowledgement (ou jusqu'à concurrence d'un 
nombre de fois fixé préalablement). Ce méconisme d'occusé de réception 
permet de foire f oce oux problèmes pouvont éventuellement survenir sur 
1 a connexion de synchroni sot ion. 
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Un ensemble de st0nd8rds intern8tion8ux permett8nt â des systèmes 
de g8mmes différentes ou de constructeurs différents de col18borer pour 
8ssurer le tronsf ert d'inf orm0tions sont â présent disponibles. L8 présence 
de tels st8nd8rds est bénéfique t8nt pour les utilis8teurs (qui voient 
s'étendre les possibilités d'interconnexion des équipements dont ils 
disposent) que pour les constructeurs (qui voient opp0r8ître pour leurs 
produits de nouve8ux m8rchés). Cependont, l'interconnexion de ces 
différents systèmes ne sero réellement effective que si 18 mise en oeuvre 
de ces st0nd0rds respecte bien 10 f onctionn0lité de ceux-ci. Seule 10 
vérific8tion de conformité des implément8tions de protocole permettr0 
d'atteindre un tel objectif. 
Ce problème n·o réellement recueilli l'attention intern8tion8le que 
depuis 1980. A p8rtir de cette d8te, d'import8ntes recherches vis8nt le 
développement de techniques de test de conformité d'un équipement 8UX 
st8nd8rds ont été menées por lo communauté inf orm8tique internotion81e. 
Ainsi, ou cours de ce trov8il, différentes architectures permettant 
d'étoblir 10 conformité ou 1'0bsence de conformité d'une implémentotion 
ont été 8bordées. Une comp8roison des différentes méthodes employées o 
permis de souligner les points forts et les points f 8ibles de chacune 
d'elles. Se b8s8nt sur les résultots de cette on8lyse, nous 0vons tenté 
d'8pporter une solution â l'inconvénient m8jeur de l'ensemble de ces 
architectures de test, â s8voir le m8nque de modularité de cert8ins 
composonts. Le problème de 10 génér0tion des tests 0 égolement été 
abordé. 
Différents centres de test mettont en oeuvre les diverses méthodes 
étudiées d8ns le C8dre de ce mémoire sont toujours ou st8de d'éloborotion 
en Europe et en Amérique du Nord (C8n8da, Etats-Unis, Fronce, 
Gr0nde-Bret0gne, République Fédérole d'Allemogne, ... ). 
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Dons le cycle de vie d'une implémentotion, il est prévu de foire oppel 
oux services d'un tel centre â plusieurs reprises : 
par le fournisseur/réalisateur: 
* durant le développement de l'implémentation (outil d'aide au 
déve 1 oppement), 
* pour établir les performances de l'implémentation, â l'issue de sa 
réalisation, 
* pour ottribuer à une implémentation un ·certificot de conformité·; 
par l"acheteur/utilisateur : 
* pour s'assurer de la conformité d'une implémentation qu'il désire 
se procurer, 
* pour contrôler les éventuelles modificotions apportées à 
l'implémentotion après son acquisition ; 
per plusieurs utilisateurs : 
* pour apporter une solution aux problèmes d'incompatibilité pouvant 
survenir entre deux implémentotions certifiées. 
Dans un futur proche, ces centres devront offrir à tout réalisateur 
d'un protocole la possibilité de vérifier le travoil qu'il oura réolisé. Aussi 
f audra-t-il, pour que de tels centres obtiennent lo confionce des prochains 
utilisoteurs normaliser l'ensemble des tests à mener pour choque 
protocole. Cette nouvelle stondordisotion ossureroit l'unit ormité des tests 
quelque soit la méthode utilisée et le centre de test auquel on s'adresse. 
Cependant, il ne faut pas perdre de vue qu'une amélioration dans la 
formulation des standards permettrait d'atteindre plus ropidement le but 
recherché par ceux-ci, à savoir l'interconnexion de systèmes hétérogènes. 
Or, il faut bien se rendre à l'évidence, bien que ces standards existent, bon 
nombre d'entre eux sont imprécis, notamment en ce sens que leurs options 
sont partiellement (ou pns du tout) définies. Cela oblige donc le 
réalisateur et le testeur à choisir arbitrairement ces options, compliquant 
ainsi 16 vérificotion de conformité en multipliont le risque de 
non-compatibilité entre 1 es versions. 
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Conclusion 
Mis â port le développement et l'expérimentotion des orchitectures 
proposées, différentes voies de recherche pourroient être poursuivies 
dons le futur. Celles-ci viseroient entre outres â occroître 
l'outomotisotion des tests oinsi que lo quo lité des renseignements f oumis 
sur le déroulement des tests. Pour ce qui est de la première perspective, 
on pourroit envisoger un système qui, â portir d'un objectif de test choisi 
por l'opéroteur (por exemple, le transfert des données), seroit capoble de 
sélectionner et d'ossurer l'enchoînement des différents scénorios de test 
oppropriés, et ce, ovec outont de jeux de voleurs différents qu'il est 
nécessoire pour otteindre l'objectif choisi pour le test. Un tel système 
pourroit 4 être quo 1 Hi é de système expert. Quo nt â 1 o seconde perspective, 
elle permettroit â l'opéroteur de détecter plus précisément lo couse d'un 
éventuel problème et oinis d'y remédier plus rapidement. 
Lo disponibilité d'implémentotions conf ormes ne sero vroiment 
possible que si les différentes méthodes de test sont effectives et 
reconnues por l'ensemble des centres de recherche internotionoux. Or, dons 
le contexte de compétition économique que nous connoissons, le risque de 
tomber dons une • concurrence informt1tique· est grond. Celo se troduiroit 
par une diversification des recherches et une obsence de coordination 
entre e 11 es. 
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~ NNEXES 
HNNEHE 1 
LES PROTOCOLE$ DES 
COUCH[S :J [T 4 
A plusieurs reprises au cours de ce travail. il a été fait 
référence. en tant qu·exemple. aux procédures mises en oeuvre 
par la couche réseau ou la couche transport. Le but de cette 
annexe est de décrire brièvement l"objectif et les principes de 
fonctionnement de chacune de ces couches. 
1. L11rectJJ11mend11lit111125 
La recommendation X25 du Conseil Consultatif International pour la 
Téléphonie et la Télégraphie (CCITT) est relative à l'interface entre un 
équipement terminal de traitement de données (ETTD) et un équipement de 
terminaison de circuit de données (ETCD) pour terminaux f onctionmmt en 
mode poquet, raccordés à un réseau public de transmission de données. A 
ce titre, trois ni veaux y sont repris : 
- le niveau 1 décrivant les caractéristiques physiques, électriques, 
fonctionnelles et de procédure pour établir, maintenir et déconnecter la 
liaison physique entre l'ITTD et l'ETCD (référence à la recommendatlon X21 
ou X21bis); 
- le niveou 2 décrivant la procédure d'accès à la lioison pour l'échange 
de données sur lo liaison entre l'ITTD et l'ETCD (référence ou protocole 
LAP/B); 
- le niveau 3 décri vont le format des paquets et les procédures de 
commande pour l'échange des paquets entre l'ITTD et l'ETCD. Ces paquets 
contiennent des i nf ormat ions de supervision et 1 es données de 1 ·usager. 
De p 1 us amp 1 es i nf ormat ions concernant ce ni veau ainsi que 1 es 
niveaux 1 et 2 sont données dons [ST Al, [DEA], [TAN] et [X25]. 
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RnneHe 1 : tes protocoles des couches 3 et 4 
X25/3 : Phase d'établissement d'une connexion 
Cette partie décrit la procédure d'établissement d'une connexion 
réseau entre 2 mos raccordés d un réseau paquet en la complétant par 
les interactions entre les niveaux 3 et 4. 
rno appelant mo appelé 
·~ 
0 (1) (8) (5) (4) 1, n 
Entité (niu. 3) Entité paire 
h •• 
(7) (l) 
E E 
(6) 
Ré:eu)- ~ T T ..... -(2) C C 
-
- D D 
Figure R 1 : établissement d'une conneHion réseau. 
( 1) CONNECT REQUEST demande (4 --> 3) d'établissement d'une 
connexion réseau. 
(2) CALL REQUEST : l'ETTD appelant émet un paquet d'appel (CR) sur 
une voie logique libre, c·est-n-dire non utilisée pour un outre circuit 
virtuel. 
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Rnneae 1 : les protocoles des couches 3 et 4 
(3) INCOMING CALL : le réseou (ETCD côté oppelé) émet vers l'ETTD 
oppelé un poquet d'oppel entront sur une voie logique libre. 
(4) CONNECT INDICATION : le niveou 3 oppelé prévient son niveou 4 
d'une demonde d'étoblissement de connexion réseou. 
(5) CONNECT RESPONSE : le niveou 4 occepte J'étoblissement de lo 
connexion réseou. Dons le cos controire, une procédure de libérotion 
(DISCONNECT) est déclenchée. 
(6) CALL ACCEPTED : l'ETTD oppelé indique qu'il occepte 18 
communicotion en émettont vers le réseau un poquet ·communicotion 
occeptée• sur lo même voie logique que J'oppel entront reçu. 11 pourro por 
lo suite y tnmsmettre des poquets de données. 
(7) CALL CONNECTED: le réseou (ETCD côté oppelont) indique à J'ETTD 
ovec lequel il est en contact que lo communication est établie. Pour ce 
-foire, il lui tronsmet un poquet ·communicotion établie· sur la même voie 
logique que le premier poquet d'oppel. 
(8) CONNECT CONFIRMATION : le niveou 3 oppelont prévient son niveou 
4 que l'étoblissement de lo connexion réseou o réussi et qu'il peut dès lors 
commencer à émettre des données. 
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PHASE ETTD APPELANT ETTD APPELE 
Etablissement d'une CALL REQUEST INCOMING CALL 
connexion résenu CALL CONNECTED CALL ACCEPTED 
Trnnsfert de données DATA 
et contrôle de flux RECEIVER READV 
RECEIVER NOT READY 
REJECT 
Transfert de données INTERRUPT INTERRUPT 
express REQUEST INDICATION 
CONFIRMATION CONFIRMATION 
Réini t i ali sati on RESET RESET 
REQUEST INDICATION 
CONFIRMATION CONFIRMATION 
Reprise REST ART REST ART 
REQUEST INDICATION 
CONFIRMATION CONFIRMATION 
Libération CLEAR CLEAR 
REQUEST INDICATION 
CONFIRMATION CONFIRMATION 
Table 1 : tableau récapitulatif des différents types de paquets. 
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RnneHe 1 : les protocoles des couches 3 et 4 
2. Le protocole de lr1111sporl 
Le protocole de trnnsport est un des ensembles de règles produit d8ns 
le but de focili t er l'interconnexion des divers systèmes d'ordin8teurs. 
Dons le contexte du modèle de référence 051, lo couche tronsport est 
18 couche 4. Elle f oumit un service de trnnsport (disponible grâce 8UX 
points d'8ccès 8U service), 8UX entités session (couche 5), et ce, en 
exploitont les services f oumis por lo couche réseou (couche 3). Lo figure 
A2 situe la couche transport dans son environnement. 
entité 
session 
point d'accès 
8U senice 
enti1é 
transp1r1 
Pnt1cole •e tra•sport 
-C)----- -
entité 
session 
enti1é 
transp1r1 
Co1the 5 
~mit ives de 
service 
Co1che 4 
Co1che 3 
Co1the 2 
Co1the 1 
figure R2 : 18 co1che transport ~ans l'enuiroo1ement OS 1. 
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La couche transport soulage ses utilisoteurs de toutes préoccupotions 
concernant le transport fiable et économique des données. 
Le protocole foit lo distinction entre différentes classes de service 
pouvant être offertes o la couche session. Lo classe de service oppropriée 
est sélectionnée por l'entité de session de manière d pouvoir pallier d 
certaines défaillances éventuelles du réseau. Les différentes classes 
possibles sont ou nombre de 5 : 
- classe O : un tel protocole ne fournit pas une amélioration du 
service proposé par la couche réseau, qui est dès lors 
supposé suffisamment efficace; 
- classe 1 : en plus de la classe 0, lo closse 1 permet de corriger 
certoines erreurs pouvont être induites par le réseau 
(por exemple, déconnexion subite d'une liaison réseau); 
- closse 2 : le but de cette classe est d'assurer le multiplexage de 
plusieurs connexions de transport sur une connexion 
réseau supposée efficace; 
- classe 3 : en plus de lo classe 2, la classe 3 permet de corriger 
certoines erreurs pouvont être induites par le réseau 
(par exemple, la déconnexion subite d'une liaison 
réseou); 
- classe 4: en plus de la closse 3, lo closse 4 permet de détecter 
des erreurs dons les éléments de protocole de 
transport résultant d'un service réseau de faible 
qualité (par exemple, lo perte, la duplicotion 
d'éléments de protocole ou lo modificotion de certoins 
champs de ceux-ci, .. .) 
La couche tnmsport fournit un service dont les caractéristiques sont 
les suivantes: 
- l'indépendance vis-o-vis des couches inférieures; le service de 
transport sélectionné pourra être fourni quel que soit le type de réseau 
(couche 3) ou des différents réseaux (si une concaténation de ceux-ci 
s·ovère utile) impliqué(s) dans lo connexion réseau; 
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HnneHe 1 : les protocoles des couches 3 et 4 
- lo possibilité pour l'utilisateur de sélectionner certaines valeurs 
pour la qualité requise du service (ex. classe de service, throughput, toux 
résiduel d'erreurs souhaité, coût âne pas dépasser, .. .). 
En résumé, la couche transport est sensée optimiser les ressources de 
communication disponibles pour assurer les performances réclamées par 
les utilisateurs. 
Le service de transport se présente pour ses utilisateurs sous 18 
forme de primitives de service auxquelles sont associés des paramètres. 
Ces primitives de service sont définies conceptuellement en ce sens 
qu'elles ne spécifient aucune réalisation syntaxique particulière. De 
même, elles n'imposent aucune contrainte sur 18 façon dont l'interface 
entre les couches transport/session est réalisée. Une telle spécification 
d'un service est nécessaire, particulièrement pour garantir l'indépendance 
de deux couches adjacentes dons le contexte du modèle de référence OSI. 
Les primitives et leurs paramètres respectifs sont présentés â la table 2. 
Ces primitives sont rassemblées selon la phase dons laquelle elles 
interviennent : 
- établissement d'une connexion (phase dont le but est d'établir une 
connexion tnmsport entre deux utilisateurs distants du service transport); 
- transfert de données sur une connexion (phase dont le but est de 
permettre la transmission ·duplex· des données communiquées par les 
utilisateurs de la connexion transport établie précédemment); 
- libération de lo connexion. 
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CD 
pna••• s:,r-lml llv•• 
T..J:CNNKCT . lndlcat.lcn 
T..J:CNNKCT.conr,~m 
T...O~T~ . lndlcQtlon 
1 lb~~at.lon d ' un• aonnaMlon T...CISCCNNKCT . reque•t. 
ct.o...odd~•••, r~o~-addr•••, quai it.w...or-•rulca, 
•~s:,• dlt• d...dQta...optl~n, u•• r-....datQ) 
ct.o...odd~•••• rro~-addr•••, quai lt.w...or-•rvloa, 
•~P•dll• d...dQta...os:,ll~n, u•• r-....data> 
crrom-addl"'•••, quai 1t.w...or-•ru10•, 
aMp•dlt.ad...dat.a...opt.lon, u•er...dau,) 
(fr-om...addr-•••• QYQI lt~...of-• r-vlc•, 
aMpadlt.ad...dat.a...opt.lon, user-Clau,) 
<u••r--daila > 
c u•ar..dcl t.a) 
c u•er...da t.a ) 
Table 2 les prlmltlues de serulce de transport. 
-
RnneHe 1 : les protocoles des couches 3 et 4 
1. étob 1i ssement d'une connexion 
T _CONNECT .r-equest : 
primitive (5 --> 4) transmise par l'utilisateur du service transport 
en vue de l'étnblissement d'une nouvelle connexion; 
T _CONNECT. i ndi cet ion : 
primiti ve (4 --> 5) signalant è l'utilisoteur du service transport 
une demnnde de connexion; 
T _CONNECT .r-esponse : 
primiti ve (5 --> 4) trnnsmise pnr l'utilisnteur du service trnnsport 
après la réception d'un T _CONNECT.indication, et lorsqu'il est 
fnvornble è l'étoblissement d'une nouvelle connexion; 
T_CONNECT.confinn : 
primitive (4 --> 5) signalant è l'utilisateur du service transport, 
oyant oupnrovont réclamé l'établissement d'une connexion de 
transport (par la primitive T _CONNECT.request), que la connexion 
désirée est è présent disponible; 
2. transfert de données 
T _DAT A.r-equest : 
primitive (5 --> 4) transmise par l'uti1isateur du service transport 
afin d'acheminer sur la connexion préoloblement étoblie les 
données communiquées en pnramètres; 
T _DAT A.i ndi cati on : 
primitive (4 --> 5) signalnnt o l'utilisateur du service transport la 
présence, sur la connexion, de données qui lui sont destinées ; 
T _EXPEDITED.r-equest : 
primitive (5 --> 4) transmise par l'utilisateur du service transport 
afin d'acheminer, en mode ·express·, sur lo connexion 
préalablement étoblie les données communiquées en paramètres. 
Ce mode est tel que si l'on utilise successivement les primitives 
T --EXPEDITED.request et T _DATA.request, les données acheminées 
ou moyen du T _DAT A.request ne pourront être communiquées au 
destinatoire ovant les données ocheminées ou moyen du 
T _EXPEDITEO.request; 
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T _EXPEDITED.indicetion : 
primiti ve (4 --> 5) sign61tmt â l'utilis6teur du service tnmsport 16 
présence de données qui lui sont destinées sur 16 connexion. Ces 
données ont été 6Cheminées en mode ·express·; 
3. 1ibér6tion d'une connexion 
T _DI SCONNECT .request : 
primitive (5 --> 4) transmise p6r l'utilis6teur du service tronsport 
6fin de libérer 16 connexion tr6nsport; 
T _DI SCONNECT. i ndi cet ion : 
primitive (4 --> 5) sign616nt â 1'utilis6teur du service tronsport 16 
termin6ison d'une connexion tr6nsport. Le motif de termin6ison est 
indiqué en p6romètres. 
11 peut s'6gir: 
- d'une termin6ison volont6ire p6r l'utilis6teur opposé de 16 
connexion (gr6ce â un T _DISCONNECT.request); 
- perte de 16 connexion rése6u; 
- expirotion d'un timer; 
- erreur de protocole; 
- élément de protocole incorrect; 
- etc, ... 
Le lecteur désiront un complément d'inf orm6tions sur le 
fonctionnement du protocole de tr6nsport pourro consulter [TRP], [TRS], 
[RFM], [ST A] et Von Studnitz ( 1983). 
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HNNEHE 2 
EH[MPLES D[ SCENIIRIOS 
DE TEST 
Comme il II été nnnoncé dnns 111 section 4.3.2.4# lor-s de 
J"étude de J"ar-chitectur-e du NBS # cet te annexe donne un éventail 
des différents types de scénanos pouvant êtr-e exécutés par- les 
i nter-pr-éteur-s de scénnn os du centr-e de test et du si te c 1 i ent. 
Les fichiers sont identifiés de 16 monière suivonte: 
- les initioles ·rt· indiquent que le scénorio doit être su1v1 por 
l'interpréteur du site client (rt = remote tester) tondis que les initiales 
·te· indiquent que le scénorio doit être suivi por l'interpréteur du centre de 
test (te = test center) ; 
- le chiffre qui suit ces deux lettres se rapporte o lo couche du 
modèle IS0/0SI concernée por le test; 
- le chiff re sui vont fournit des renseignements sur lo cotégorie du 
test dont il s·ogit : 
1 --> Séquences volides de primitives; 
2 --> Séquences involides de primitives ; 
3 --> Voriotions des poromètres des primitives ; 
4 --> Séquences involides d'éléments de protocole ; 
5 --> Voriotions des poramètres des éléments de protocole; 
6 --> Tests relotif s oux timers; 
- les trois derniers chiffres permettent de distinguer différents 
groupes de test pour chocune des cotégori es données ci-dessus. 
Por exemple, le nom du scénorio ·RT _4.1. 1 oo· signifie que ce fichier 
doit être exécuté sur le site client (RT), qu'il s·ogit d'un scénorio rehitif o 
lo couche transport (4) et qu'il concerne l'envoi d'une séquence volide de 
primitives ( 1 ). 
Dons ce qui suit, seuls les scénarios rehitifs au site client (RT) et au 
test d'une implémentation d'un protocole de tnmsport seront cités ovec 
pour chacun d'eux, une explication sommaire de leur objectif. 
Pour certains d'entre eux, le scénario en entier sera donné, avec le 
scénario complémentaire o exécuter sur le centre de test. 
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Annexe 2 : Sc-èntn-ios de test 
4 1 c-::. ,,,-nr - - ,rl• ,._ - j- r•-1t"'· 1*' - -. ._, e1_, _,e _:et; , t1, , 'Je::: 1 e 1..1, , 1 ._ . -...·e::; 
- ·=· t . · • • · - ~ "; ,-. · t';:. t t l . ·=· .~ -.- - t k. • - - ·) - . ·=· -, •. , \ 
_1Je-_._1ot1 u utte 1_.onne.--,,._,11 ._._. _fl 1 1._ ..::ieti1et1,. •. A. ,.errr.1nu1 ._.1_ .. , _ 
RT _4_ 1. 100 - RT i:itten1j une connexion , 
RT _41 .101 - RT envoie une ,jemàn1je 1je connexion . 
RT _41 .102 - RT ôHen1j une conne><ion ôvec 1je::: données 1je 
1 ·ut il i :::ateur, 
RT _4_ 1. 1 03 - RT envoie une 1jernôruje de connexion ôl/ec des données . 
ottend là conf irrrn:1t 1 or, e:•,i ec des 1jonnée:::_. 
RT _4_ 1. 104 - RT e:it ten,j une ,jernan1je de conne><ion , ôl tend un 
1ji sconnect . 
log • --- rt_4_ 1. 104 --- • 
connect i nrji Côt. ion 2 1 0 
connect n?.spon:::e 0 
li::;ten 1 
1ji :::connec t i ndi cati on 0 
log • --- tc_4_ 1. 104 --- • 
connect re1~ue:::t 1 :2 0 
conne.et confirm O 
li::d.en 1 
1jisconnect reque:::t. 0 
RernflnJue : l e:3 ~·1orntir-e :; :::u i ,._,, ôn t l es corr,trli:ir: ,jes repré:::ent ent 1jes 
off:3et:3 (ici 1 et 2) 1jôn::: lô t.ôtde ,J'e:1jre·:;:::2·:: ··èelle ôiri:::i que lô 
q1.rnntité ,je 1jonnées trôn:3fè.rée t'..1c1 ·:-:· 
RT _4_ 1. 105 - RT ôttend 1je::; ,jonnées dôn:3 une 1jerrn,n,je ,je connex1 on. 
ôlten,j un 1ji:::connect., 
RT _4. 1. 106 - RT envoie des données ,jan:3 une ,jernaruje de conne~d on. 
ôtlend un ,j i sconnect ., 
RT _4.1 .107 - RT envoie une derm,n,je ije conne:don. un ,ji::;connect . 
RT _4 1 1 Oô - RT envoie ,jes ,jonnée::: ,jôn::: une ,jenrnn,je de conne><i on, 
un ,ji ::;connect . 
RT_4.1.109-C:olli:::ion ,je ,ji::;connect, 
PT _41 . 110 - PT ôtlen,j ,je::; ,jonnée::: ,jari:3 une dernt1nde ,je conne><ion . 
·:·oll1::-1on ,je ,j1·::ccinr·,ect 
Rnnette 2 : Sr.énorios de test 
RT _4. 1. 114 - RT ôt ten,j une derri•rnJe de conne~<ion. envoie un 
di sconnect eivec ,jes ,jonnée:3 . 
RT _4 1. 117 - RT envoie une dernande de conne ~< 1on. ôttend aes 
données ,j•ns 1 ô réponse . 
RT _4.1.11 ô - RT • tten,j un ,ji::;connec:t.. 
RT _4.1 . 119 - RT ôttend un disconnect avec ,jes données. 
RT _4_ 1. 120 - PT envoie un ,jisconnect , 
RT _4.1.121 - RT envo ie un ,ji::;connect ôvec ,jes ,jonnées. 
trnn::;f ert de ,jonnées (norme1le:<:) 
RT _4.1.200 - PT envoie ,jes ,jonnées nonm~le::;, 
RT _4_ 1 201 - RT atten,j ,je-:: ,jonnees norrn• le::=: 
RT _4.1.202 - RT envoie plu::=:ieur::=: ,jemande :3 ,je tren::=:fert ,Je ,jonnées. 
RT _4.1.203 - RT eitten,J pl:J:3ieta-:3 in,jication:3 de données, 
RT _4.1 .250 - RT env01e ,je::=: donnée::: nonne1les su1v1e:3 ,j'un 
,ji sconnect. 
RT _4.1.251 - RT EJtten,j ,je::: ,jonnées r:orn1e1les suivi es d'tm 
ij i :::connect . 
RT _4.1.252 - RT envoie pltnieurs 1Jernen,jes de trnn::;f ert ;je ,jonnées. 
suivie::=: ,::i ·un ,::ii ::=:connect 
log • --- rt_4_ 1.252 --- • 
connect in,jiceition 2 1 ,:) 
connect r-e::=:porr:=:e 0 
li:::ten 1 
deit.a request 5000 
d• tô reque::=:t 5000 
,Jate reques t 5000 
,jata request 5000 
,je1tô reque:::t 5000 
di :::conne et i ndi cat i on O 
log • --- tc_4_ 1.252 --- • 
connect r-equest 1 2 O 
connect cont'inn 0 
,jata i ndi cati on 5000 
,jf.Jtô indicf!tion 5000 
:jôtô i n,j1 côt ion 5000 
:::lôlô i ndi Côt ion 50UC 
,jôtô i n,ji Côt ion SC.00 
Annette 2 : Sc:éntuios de test 
RT _4_ l.253 - RT ôttend plu::;iet.ir-:; ind1côtions ,je :jormée::: :3uivies 
d'tm disconnect , 
t-- -r- -t j- j -r:: - .- ,, ---~, 
._r • n:j et _ , e I on. 11~e::; •._ e,-. Qt e_::;::,_._ 
RT _4 1.300 - RT envoie des données expres::; _. 
RT 4 1 "7 n 1 PT t t d 1- - '1 - - - ~ - r - V - - " -.. _- . ___ _.___ - --. ô en ut!::; ,...,uttflee .j e .-. pt e::;.: ,_. 
RT _4.1.302 - RT envoie plu:::ie1.ir-::: ,jernôndes de tn:insf ert de donné.es _. 
RT _4.1.303 - RT ôU.end plusieur::: rn,jicôtlon:3 de données, 
RT _4_ 1.350 - RT envoie de::: ijonnée::: e>:p re::;:3 :::uivies ,j·un di :3connect _. 
RT _4_ 1 .. 351 - RT ôttend de::: :jonnée:3 e>;pre:3:3 suivie:3 ,j 'un di:3connect, 
RT _4.1 .352 - PT envoie plusieurs ,jerT1ônde::: ,je trônsfert de donnée::: 
e;<pre:::::; suivi e:3 ,j'un ,ji :3connect . 
RT _4_ 1353 - RT ôtten,j piu:31eur:.:; in:j Jcôtion:.:; ,je :jonné.es e;<pre:3:_:;, 
::;ui vi e:3 d'un di sconnect . 
+ t- - - t - -t .-1 d - :: ~ t' - - - -· - 1 - t -'1 · - - - -., ,_. ôtr::, et _ ue , ottnee::, ._ r1ut rr,o e::; e t! .--. ~,r e :::::_._ 
RT _4_ i .400 - RT envoie ,je::: :jonnée::: norTnô 1 es et e>iore:3:3 . 
RT _4 1.40 1 - RT envoie de::: donnée::; norrnô le:.:; et e>:press . envoie des 
données ,jôn::; une ijernan,je ,je conne:<i on . 
RT _4.1.402 - RT atten,j ,je::: ,jonnée:.:: norrnôle::; et e'.'. ~r r e::;·= 
RT _4_ 1.403 - RT ôtten,j ,je::: :jonnées norrmiles et expre:3s.ôtten,j c1e::; · 
,jonnées ,jflns une ,jernôn,je ,je conne>n on. 
RT _4_ 1 404 - PT envoie ,je:3 ,jonnée::; normale::;, ôltend ,je::; ,jonné.e::: 
e:<press. 
RT _4_ 1.405 - PT envoie de::: :jc,nnée::; nenriôl e:3 , e,tten1j ,je:3 données 
expres::;. envoie des donnèe::: dôns une ,jerre,nrje ,je conne xi on, 
RT _4_ 1.406 - PT 1:1t ten,j de::; ,jonnees non-ne!l e:3 . envoie ,je::; expre::;s, 
RT _4_ 1.407 - RT ôt t en,j ,je :3 1j onnée:3 nornm les_. en ·,/oi e ,jes expres::: et 
des ,jonnée::; ,jan::; une ,jernôn,je ,je connexion. 
RT _4_ 1 .45 1: ·, - RT envoie de::; ,jonnèe:.:: nornrnles et expre:.: ::;, puis un 
di ::=;connect. 
RT _4 1.45 1 - RT envoie des ,jonnée::: norrnôles et express. envoie des 
donnée::; ,:;an::=: une ,jemôn,je ,je conne>n on. ~,ui ::: un ,ji sconnect. 
RT _4 1.45..2 - PT ôttend ,je::; donnée::: nonnôle:.:; et e:<pres s. puis un 
,ji sconnec t. 
- ~ -
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Annette 2 : Scénarios de test 
RT _4_ 1 .453 - PT 1:Jt.t.en1j ,je:3 1jonnée:3 nonr,a 1 es et e;<press ,ôttend des 
,jonnée::; dems une ,jen1ônde de conne:d on. pui :3 un di sconnect. 
RT _4_ 1 .454 - RT en\10i e ,je::; ,jonnées norrrm les. ôtlend ,jes ,jonnées 
express, pui :3 un ,ji sconnect. 
RT _4_ 1 455 - RT envoie ,jes données norrr,a 1 es. ôl tend des données 
express, envoie ,je::: donné.es dan::; une dernande de conne:<i on , puis un 
disconnect . 
RT _4.1.456 - RT att.end des ,jonnées nonne les, envoie des e;<press, 
puis un disconnect_. 
RT _41.457 - RT ôtlen,j ,je::; 1jonnée::; nonnôle::;, envoie des e;<press et 
ije::; données dôns une ijernande ,je conne~<ion. puis un ,jisconnect _. 
4 ,·, c· P._. QI ' . t- - - - 1 r~" - J 1· j - - ,. - p t-1· t· - ' ' ; ' - -. L ._,_ . . -'~ I1_:e::; , ,,. i:i I e::i ue . rr , ._ · . 1=- ::; 
dernônde de conne:<i on (connect rer~ue::: t) 
RT _4.2.100 - RT envoie une derrli:inde de conne:don ôprè::: le réception 
d'une derntinije ije conne,<1on. 
RT _4_2_ 10 1 - RT envoie ,jeux ,jernan,jes de conne~<i on . 
RT _4.2.102 - RT envoie une ,jeman,je de conne:<ion apres qu'une 
connexion soit étôblie pôr le centre ,je te:::t (TC) . 
PT _4_2 _ i 03 - RT envoie une derr,anije ,je conne;<i on ôprè::; qu'une 
conne>iion :::oit étôtilie pôr le :::ite client (PT) _. 
RT _4.2. 1 Oô - RT envoie une ,jernan,je ,je conne xion après une 
demeinde de l ibé.rôt1on (1jisconnect) . 
.- -· - - .-. - { -. - - - -- t - - c- . " - -., ·. 11 r - d' - d - d . - - \( . , e~iun.::-e ._1_.utine1_ . . _ r e .{10t1.:,~ .. ô ._ •. ,~ . etrrnn ~ e cur,ne,.1 on 
RT _4.2.200 - RT envoie une réporr:;e ôvant la réception ,j'une demande 
de conne.xi on . 
RT _4.2.201 - RT envoie une réporr3e a~irè.::: avoir envo,dé une den1ônrje 
1je conne '.<i on. 
PT _4.2.202 - PT envoie ,jem'. répon:::e:::. 
RT _4.2 .203 - RT envoie une réporr::e 
établie _. 
ôprè:: que 1 a conne:<i on :::oit 
RT _4.2.207 - RT envoie une réporr:;e ôprè::: avoir reçu un ,jisconnect. 
RT _4.2 206 - RT envoie une r-è.pon:::e ôprb avoir envoye un 
,ji::;connect . 
Annette 2 : Sc:énorios de test 
transfert ,je donnée::; (norrneiles _:( 
RT ...:..4.2.300 - RT envoie des ,jonnées nonrnile:3 avmü une 1jernonde de 
connex 1 on . 
RT _4.2.301 - RT envoie des donné.es normale:3 avônt une réponse 6 
une demande de conne~<i on. 
RT _4.2.302 - PT envoie des ,jonné.es nornrnle::; ôVônt. la réception de 
la confirrnôtion ,je 1'ètt1ttli ::;3ernent ,je la conne~<ion (conne.et 
confirrn)_. 
RT _4 2.305 - RT envoie ,je:3 données norrnôles sur une connexion 
venant ,Jêtre libérée, 
RT _4.2.306 - RT envoie ,jes donnée::; norrnôles àprè.s ôVoir envoqé un 
di ::;connect. 
trôrr:;f ert ,je donnée:3 (normei le::) 
RT _4.2.400 - RT envoie ,jes ,jonnées expre::;::;e::; ôVônt une ,jernande 1je 
connexion, 
RT _42.40 1 - PT envoie ,je:3 ,jonnée::; expre::::: e:3 ô',.1 ônt une réponse 6 
une ,jernônde de conne:<ion. 
RT _4 2.402 - RT envoie 1jes donnée:3 e:<pres::;e::: ô',1ônt l ô ré.ce.pt ion de 
lô con f irrnôtion de 1•éttbli·:;::;ernent ,je :e ,=::=;nne:<ion (conn e.et 
confinn) . 
RT _4 2 405 - PT envoie ,je::; ,jonnée::: e:< pre·:: ::2·=. ::;ur une conne:don 
veMnt ,Jêtre lit,érée , 
RT _4 2.406 - RT envoie 1jes ,jonnée::: e:< i=ire:::::;e::=: a~irè::=: ôvoir envoqé un 
,ji ::;connect. 
dernôn,je ,je 1 i t,érnti on (di :::connec t) 
RT _4.2 .600 - PT envoie un ,jisconnect ôVônt une dernende ,je 
conne~<ion, 
RT _42601 - RT envoie un rji :::connect ôprè.::: que 1 ô conne:<i on soit 
1 ibérée , 
RT _4.2.602 - RT envoie un ,ji :::connect ôpre::· e• . ,•c:i r reçu un cli ·::connect. 
RT-4.2.603 - PT envoie 1jeu:,, cli:3connect. 
d - ci -, r· r, :: - •=· { 1 
•~ t! •~'-· 1. ,ee._, .._ , 1 .- - < ··") t t - .-. '1 o uu ·-' "-- ''d .t:. .:, , 
-
- r, -
Annette 2 : Scénorios de test 
- ache.m i nèes ôU mo1den ,jes primitives ::;u i '•/ôtites · 1jernande ,je 
connexion (conne.et reque~;t) , réponse à une demônde de conne>don 
(connec t re:3pon:3e), trnn~;f ert ae données norrnales (,jata request) et 
expre:3::;e ::; •.e~<pe,jited request) , ,jermmde ,je libéreition de connexion 
(,jisconnect request), 
- re çue~; ôU moyen des primitives ::;uivantes : indication d'une 
demande de connexion (connect indicôt.ion) .. confirmôtion de 
l'éteitili:3sernent 1j'une conne)~ion (connect confirrn) , indict1tion de la 
pré::;ence de ,jonnées normôles (dôlô in,jicôtion) et expres::;e::; 
(e>:pe,jited indication). in,jicôtion de libérntion d'une conne~< 1;=1n 
(disconnect indicôtion). 
Le pôn:irnè. t r-e ,je ,~uônt H.é de ijonnée::; acr·,eminées ou reç:ue:3, 
•::oncernent les ç,nrnitive:3 ije tr::insfert ,je ,jonnée:3 norrnales et 
e~<presses spéci fi eni ,je::; val eur:3 • 11 e,nt 1je 250 à 10000 t1 1df.e~; _ 
4.4 Séquences invalides d'élérnents ,je protocole 
- CR TPDU 
RT_44000 - L'lrnplér-r1entôtion 6 Te:3ter- (I AT) reçolt. un c:R ,juplii~uè. 
RT _4.4.00 1 - L î AT reço1t. un CR •près avoir en •,,101dé un CC, 
RT _44.002 - L'I AT reçoit un CR ôprès ôvoir reçu un CC, 
RT-4.4.(H)3 - L'IAT reçoit un CR aprè::; ôVoir envo1dé un DT , 
RT_4.4.004 - L'IAT reçoit. un CP apr-è.:3 avoir reçu un DT , 
RT _4.4.0(15 - L'!AT reçoit un CR ôp r-ès avoir- envo1i~ un ;~: PD (e~<pedited 
1jata). 
PT _4_4_c,i:::, 6 - L'I AT reçoit. un CR ôprh ôvo1r reçu un :~PD, 
RT _4_4. c .. ::, 9 - L'IAT reçoit un CR e,pre::=; a•,,1oit- envo1dé un DR _, 
RT _4_4.0 10 - L'i AT reçoit un CR aprè::; avoir reçu un DR, 
RT _4 4. 0 1 1 - L · 1 AT reçoit un CR ôprès l:lvoir envo1dé un DC. 
RT_4.4.0 12 - L'IAT reçoit un CR ôprè:3 t:ivoir r-eç:u un DC , 
- tJ: TPDU 
RT _4.4_ 100 - L'I AT reçoit un CC ê!Vônt qu 'un CR ne soit produit , 
RT_4.4.10 1 - L'! AT r-eço1t 1.m CC ôprè~; ôvoir reçu un CR, 
PT _4.4 102 - L'I AT reçoit un CC ôprè ::: t1•,1oi r em,•01dé un CC. 
RT_4.4.103 - LîAT reçoit un CC dupliqué. 
PT _4 4 104 - L'I AT reçoit un CC •prè::; • voir envoyè un DT. 
PT _4 4. 105 - L · i 6, T ri?.çoi t_ un CC a~1rè::; ô '•iü ) r- re(·u un [,T . 
Annette 2 : Srénnrios de test 
RT_4.4 i:)6 - L"!AT reçoit un CC aprè::; avoir envo1jé un :x:PD . 
RT _4.4.1 C•7 - L'IAT reçoit 1.in CC ôprè.::; ôVoir reçu un :~PO _ 
RT _44 11 O - L'IAT reçoit un CC après avoir envoqè. un DR, 
RT _4.<l i, 1 - LïAT r-eçoit un CC ôprès avoir reçu un DR _. 
RT _4 4_ 1 1 2 - L'I AT reçoit un CC e~irè::; ovoir envo,jé un DC. 
RT _44 1 1 3 - LïAT reçoit un CC ôprès ôVoir reçu un DC. 
- DR TPDU 
RT _4_4.200 - L'IAT reçoit un DR ôVôtü qu 'un CR ne :3oit pro,juit , 
RT _4.4.201 - L. 1 AT reçoH un DR ôprès ôVOi r en·•/Oijé un DR , 
RT _4.4.202 - L'IAT reçoit un DR 1j1.Jpl1quë. 
RT _4.4.203 - LïAT recoit un DR ô~rrb a· ... •oir- envo1:Jé un DC . 
RT_4.4.204 - L' IAT reçoit un DR apr-ès avoir reçu un OC. 
- DC TPDU 
RT _4.4.300 - Lî AT :-eço 1t un C,C avarH q1.nm CR ne : ;oit pn:njuit . 
RT _4.4301 - L ï AT reçoit un DC ôprè::=; ôvoi r envoyé un CR . 
RT_44.302 - LïAT reçoit un DC aprè::; ovoir r-eç:u un CR. 
PT _4.4.303 - L'i AT reçoit. un DC ôpn~:=; avoir envoyé un CC, 
RT _4.4.304 - LîAT reçoit un DC ô~rrè.::=; ôVüir reçu un CC 
RT _4.4 305 - L'i AT reçoit un DC aprè:3 ôvoir envoyé un DT. 
RT _44306 - L' IAT r-eçoit un DC •pré::; ôvoir reçu un DT. 
RT _4_4307 - L'I ÀT reçoit un DC aprè.:::; ôvoir en •,.,01:1é un :~:PD, 
RT _4.4.3"06 - LïAT reçoit un DC ;:,prè:::; ;:,voir reçu un :x:PD, 
RT _4.4.311 - L' i AT reçoit un DC ôpre::; ô\/Olr en',,I O!i• un DR, 
RT _44_ 31 2 - L ï AT reço1 t un DC ôpn?.::=; avoir etv,.101:1è un DC . 
RT_4.4.313 - LïAT reçoit un DC 1jupliquè, 
- DT TPDU 
PT _4 4.500 - L'I AT reçoit un DT ô\lôt"It ,~u'tm CR ne :::oit produit . 
. . 
PT _44.501 - L' ! AT reç,:d t !_in DT ô~,n~•::=; ô'/01 r i:-nvot~é un CP. 
RT _4.4.502 - L'IAT reçoit un DT a~,r-è.::; avoir reçu tin CR 
RT _4.4.504 - L · 1 AT reçoit un DT aprè:::; avoir envo1:1è un DR . 
RT_4.4.505 - LïAT reçoit un DT aprè.::; avoir reçu un DR , 
RT _4 4 506 - L'I AT reçoit un DT aprè::; 1:1voi r envo,jé un DC. 
RT _44.507 - L'!AT reçoit un DT aprè.::: evo:r reçu un DC. 
Rnnexe 2 : Sc:énorios de test 
- :~PD_ TPDU 
RT _4.4.600 - LïAT reçoit un :~PD ôVôtH qu·un CR ne ::;oit pro,juit , 
RT _4.4.601 - L'IAT reçoit un XPD e,près avoir envoyé un CR. 
RT_4.4.602 - L'IAT reçoit un ~: PD ô~1rè·:: avoir reçu un CR. 
RT _4.4604 - L'IAT reçoit un XPD •prè::; ôVoir envoyé un DR , 
RT_4.4.605 - L'!AT reçoit un :~:PD après ôvoir reçu un DR, 
RT _4.4.606 - L' ! AT reçoit un :~ PD aprè::: avoi r- en•,.,.01dé un DC. 
RT _4.4.607 - L'IAT reçoit un :~PD après avoir reçu un DC. 
- Al<_TPDU 
RT _4 4. 700 - L'I AT reçoit un Al<. avarü qu'un CR ne :::oit produ1 t. 
RT _4.470 1 - L'!AT reçoit un Ah:_ aprè::; avoir envo1dé un CR, 
PT _4 4. 702 - L'I AT reçoit un Al< aprè::: avoir r-eçu un CR . 
RT _4 4 704 - L'I AT reçoit un Al< aprè::: avoir- en·•/ Otdé un DR , 
RT _4.4 705 - L.'I AT r-eço1t un Al< aprè::: avoir reçu un DR . 
RT _4.4.706 - L' !AT reçoit un AK ôprè::: avcnr en·,,101i un DC, 
RT_4.4.707 - L'IAT reçoit un Al< aprè::: avo ir reçu un DC. 
: - -=- - . -, -. ' - ..,, ~ 1- - y '.-. d ' ' - ::. l ::. --, - t j - 1 .- - t - -. - l - .-. t . 
... e ~· pt H 1_. , pou .-·, ,_., 1 o t, 1 ~· -=· •.J dt I e et r, e ri _ , e ~-, u . u 1_. u e ·=· on _ . 
- lô longueur- i:le celui-ci, 
- le t,dpe (CP_, CC . DR , etc 
- 1 ô va 1 eur de cré,jit. (pour le:: rr,ècani :::tries de fenêtre:::), 
- les référence::: :3ource et ,Jestinôt 1on (pour identi fier le::: ,jew< 
entité ,j 'une conne,~ i on), 
- la classe choisie (pour ie protocole ,je transport) . 
- iô rni:3on (pour un di:::connect), 
- 1 e numéro ,je :::équence , 
- l'in,jication de fin de transfert 1je ,jonné.es (pour- ,jes lon,;i::: 
trânsf ert ::: néce::::::: itant p 1 u::: i etir-3 TPDU::::) . 
- la ver·::ion 1ju protocole choi:3ie , 
- les valeur::: choi :3i e::: pour 1 e:3 t i rner:::, 
L ·enserntd e ,jes te:::t:3 ent rnnt dâri::: cett. e cet é9on e ont pour ob _i ec tif 
,j 'ôff ecter 6 ce::: ,jivers chôrnp::: :Je :::  valeur ::=: ôltetT1ôti·-,1e·:: prévue::=: ,jt1n::=: 
le:3 :::péc1f1ceit10n::: rJU ~ir-otocol e ou incon-e c:t ':'·:; ,::i ne:'.1:::t ant_e::; ,jan·:: le::: 
::péci fi cat 1 ori:3 ). 
- .J -
Annette 2 : Sc:ènnrios de test 
RT _4.6.201 - Supprirner un CR entn:int. 
RT _4_6 202 - Supprimer cinq CR::; entrônt , 
RT _4.6203 - 1:;upprirner t.ou::: les CR::: entri:int 
RT _4_6 204 - Su~,prirner un CC entrt1nt, 
RT_4.6.205 - ':;u~,pntner cinq CC::: er1trônt. , 
RT _4_6_206 - 1:;u~,prirner t.ou:3 les CC::: entrent , 
RT _4_6_207 - 1:;upprirner- un DT entrnnt, 
log · --- rt_4_6_207 --- · 
connect indication 2 1 0 
connect re:::pon:::e Ct 
,jfltà reque::;t 100 
1j1:::connect 1n1j1c• tion O 
log · --- tc_4_6 _207 --- · 
eg in 1 i :::t .. 1 ::::uppre:3:::; DT" 
connect reque::d_ 1 2 O 
connect confirr-n Cr 
1jàtô in,jicôtion 100 
,ji :::connect re1::iue:::t 0 
RT _4_620ô - 1:;uppnrner- c ini::1 c·,T·:: entrant 1jont le:::: numéro::: 1je 
:;équence sont i dent. i que·:::. 
PT _4.6 209 - 1:;uppr-irner t.ou::: 1e::: DT ::, entn:int 1jont. les nurnèro::; 1je 
:3équence sont i ij ent 11::iue:3. 
PT _4_6 211- 1:;uppri rner ci nq DT::: entrônt et ~,o:::::·é1jônt ,je::: nurnéro::; 
1je :::équence différents , 
RT _4.6 .2 12 - 1:;uppri rner tou::; l e::: DT::: entrant et ~,o:3sédônt 1jes 
nurnérr:,:::; ije ::;équence 1j i fférent::;, 
RT_46216 - Suppnrner un DR entrnnt . 
PT _4.6.2 17 - ::;uppnrner cir11::i ::::.P::: entt-ant . 
log · --- rt_4_6 _217 --- · 
connect i n1jicôt1on 2 1 n 
connect r-e::;pon::;e 0 
li::;ten 2 
d1::,connect reque:::t 0 
- i . • -
Annette 2 : Sc:ém,rios de test 
log • --- tc_4.6.217 --- • 
eg inlist "5 ::;upc,ress DR" 
connect request 1 2 O 
connect conf irm 0 
di sconnect. i ndi cati on O 
RT _4.6.21 ô - ':;upprirner tous les DRs entn:mt . 
RT_46.219 - Supprirner tous les Al<:'.:3 ,j1;H-i:::; le2; deux ,jirections . 
RT _4 6.220 - ':;upprirner un ~'.PD . 
RT _4 6.22 l - Supprirner cinr::1 :~:PD2;, 
RT _4.6.222 - ':;upcrri mer tou::: 1 e::; :x:PD::;, 
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HNNEHE 3 
AL GOR ITUt--iES RELATI rs A LA 
GENERATION ft IJTOMftl 10 UE 
DE SEQUENCES 0[ TEST 
Cette enneHe décrit et commente trois algorithmes reletifs ia le 
génération automatique de séquences de test (point 7 .3) à sauoir : 
- un elgorithme de percours des trensitions 
- un algorithme de construction de l'arbre de test 
- un algorithme de construction d'une séquence de 
reconneissence des états 
1. Algorithme A : Parcours des tr1111sitio11s 
Objectif : parcourir chaque arc d'un grophe au moins une fois. 
Considérons un grophe dont les noeuds constituent les états d'un 
système FSM et l es arcs les tronsitions de ce système. On appelera 
chemin une séquence d'arcs tel que le noeud terminal d'un arc coïncide avec 
le noeud initial de l'arc suivant. Un chemin sera qualifié de simpl e s'il 
n'utilise pas deux fois le même arc. ot représentant le nombre d'arcs 
quittant un état Ei et Di-représentant le nombre d'arcs arrivant en un noeud 
Ei, on définira R, F, Pet E comme : 
R : { E, opportenont à E I Di+= Di-} 
F : { Ei appartenant â E I Di+> Di-} 
P : { Ei apportemmt à E I Di+< Di-} 
E : { ensemble de tous les états du système} 
Si Di- = Di+ pour tout état du grophe, celui-ci est dit eulérien (R = E ; F et 
P vide). Dons ce cas, la théorie des graphes permet de montrer qu'il est 
possible de trouver un chemin porcouront une et une seule fois chaque ore. 
Dons les autres cos, le théorème suivant est d'opplication : 
·si un graphe orienté D n'est pos eulérien, un porcours de longueur 
minimale des transitions de D consiste en K chemins (chacun de ceuK-ci 
joignant un noeud de F à un noeud de P) où 
( + -) ( - +) • K = IF D1 - D1 = Ip Di - Di 
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ftnneae 3 : algorithmes 
Repremmt le graphe de la figure 7.1 représentont le protocole de tronsport 
closse 0, les voleurs des différentes voriobles sont les suivontes : 
+ -
* E 1 : Di = 5 ; Di = 15 ; 
+ -
* E2 : Di = 6 ; Di = 1 ; 
* E3 : o1 + = 3 ; o1 - = 1 ; 
+ -
* E4 : Di = 7 ; Di = 4 ; 
R = {}; 
F = { E2, E3, E4} 
P={El} 
* K = 15 - 5 = (6 - 1) + (3 - 1) + (7 - 4) = 10 
==> 1 0 séquences de transfert dont 3 seront de 1 ongueur 2 
Sochont qu'un isthme est un ore dont 18 suppression ougmente le nombre de 
composontes d'un graphe, ceci permet de décrire l'olgorithme suivont : 
Hope 1 : Port1r d'un étot quelconque de F. 
Hope 2 : Choque fois qu'un ore est suivi, le supprimer. 
Hope 3 : Nepos utiliser un ore qui est un isthme, s'il en 
existe un outre qui peut être suivi. 
Hope 4 : Quond on est bloqué, reprendre un outre étot de F 
de telle m8nière que pour tout ét8t, ot - Di-
dép8rts soient ré81isés 
Algorithme A : p8rcours des transitions 
Dans l'ét8pe 4 se pose le problème du choix d'un nouvel ét8t de départ. 
Désignons par V l'ensemble des noeuds qui sont, o un moment donné, 
origine d'un 8rc non p8rcouru. Lorsque l'on 8rrive en un ét8t 8 qui ne 
permet plus d'81ler plus loin (il n'existe 8ucun 8rc non porcouru dont E; est 
origine), on doit considérer l'étet le plus proche de E; ; Ej app8rten8nt o 
(Ft1V). L'ét8t le plus proche ét8nt celui qui requiert le moins de transitions 
pour être atteint à partir de l'état courant Ei. En procédant de la sorte, on 
évite de choisir un ét8t Ej si un 8utre ét8t Be 8pp8rten8nt o V est situé sur 
le chemin 8 --> Ej et on minimise la longueur de la séquence de transfert 
(= séquence d'événements nécessaire pour rejoindre l'état choisi). 
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AnneHe 3 : algorithmes 
2. Algorithme D: Construction de /arbre de test 
Objectif : construire un orbre de test qui sero utilisé pour lo générotion 
d'une p8rt i e de 18 séquence c8ractéri st i que. 
Considéront un système modélisé selon lo méthode FSM, l'orbre de test 
T peut être construit selon 1'8lgonthme récursif suiv8nt: 
Et8pe 1 : associer à la racine de l'arbre T le label 
correspondant à l'état initial du système. 
On constitue 8insi le nive8u 1 de 1'8rbre T. 
Et8pe 2 : supposant que l'on 8it déjà construit 1'8rbre T 
jusqu'8u nive8u K, le niveau K+ 1 peut être obtenu 
en examinant les noeuds du niveau K de gauche à 
droite. Un noeud du niveau K est terminal si le 
l 8be 1 qui 1 ui est associé est 1 e même que 
le label associé à un noeud de niveou J (J<K) ou 
que celui d'un noeud situé plus à gauche. Sinon, 
si lors de la survenance d'un événement X, le 
système passe de l'état Ei à l'état E j, on crée un 
nouvel arc et un nouveau noeud. Ceux-ci se voient 
8ssocier respectivement les labels X et Ej dans 
1 'arbre de test. 
Algorithme B : construction de l'arbre de test 
Le procédé décrit se termine toujours étant donné que par définition, le 
système est composé d'un nombre fini d'états. On peut constater que 
l'ordre de rangement des noeuds dans l'arbre est arbitraire (ici, le 
rangement s·est fait de gauche à droite) ; l'algorithme pourrait donc 
f oumir différents arbres de tests (mais ceux-ci resteraient 
sém8ntiquement équiv8lents). 
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- ----, 
RnneHe 3 : algorithmes 
3. Alg_t1rithme C .- Co11structi1111 de /11 séquence de reco111111iss/lllCI! 
desét11ls 
Objectif : construire lo séquence de reconnoissonce des étots de telle 
foçon que lo OS (Distinguish Sequence) soit oppliquée deux fois à choque 
état. 
Sochont 
- que l'état Ei est une source pour l'événement X si et seulement si il 
n'existe oucun étot Ej tel que Ej --X-->Ei ; 
- qu'un (DS}-diegnmme est un diogromme de tronsition inter-étots pour 
l'événement OS uniquement, 
l'olgorithme est bosé sur les principes suivonts : 
- L'objectif de l'olgorithme est d'oppliquer deux fois lo DS à choque étot. 
- Si on otteint un état pour lequel on a déjo appliqué deux fois la DS, il est 
nécessoire de foire posser le système dons un outre étot en utilisont une 
séquence de tronsf ert (étope 7 ou 9). Etont donné qu'une source nécessite, 
por définition, une séquence de tronsf ert pour être otteinte, on choisiro 
comme étot initiol une source ofin d'économiser une séquence de tronsfert 
(S'il n'existe oucune source, on devro néonmoins utiliser un outre étot 
initial). 
- L'olgorithme consiste â oppliquer lo OS oussi longtemps que le système 
ne passe pos dons un étot reconnu (auquel on o déjà oppliqué deux fois la 
DS). Si le système pesse dons un étot reconnu, on opplique une séquence de 
tnmsf ert pour rejoindre un outre étot non reconnu. 
- 11 existe deux régles qui régissent l'opplicotion d'une séquence de 
tnmsfert : 
* l'étot initiol d'une séquence de tronsfert doit ovoir été reconnu. Ceci 
est rendu possible por l'opplicotion de lo OS (étope 5) lorsque le système 
passe dons un état déjo reconnu. 
* l'étot terminal d'une séquence de transfert doit être une source non 
encore reconnue s'il en existe une ou un état non encore reconnu sinon. 
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Rnneae 3 : algorithmes 
L'algorithme suivant est basé sur les principes venant d'être énoncés : 
Etape 1 : S'il existe plusieurs OS pour le système considéré, 
choisir la plus courte. Tracer le (DS)-diagramme. 
Identifier les sources s'il en existe. 
Etape 2: Choisir une source comme état initial et opérer 
les transitions nécessaires pour rejoindre cet état. 
Si aucune source n'existe, choisir un état 
quelconque comme état initial . 
Etape 3 : Appliquer la OS à l'état courant. 
Etape 4 : Si l'état atteint suite à l'application de la OS est 
un état non encore reconnu, aller à l'étape 3. 
Sinon, aller à l'étape 5. 
Etape 5: Appliquer la OS à l'état courant. 
Etape 6 : S'il existe des sources non encore reconnues, aller 
à l'étape 7. Sinon, aller à l'étape 8. 
Etape 7 : Appliquer les transitions nécessaires pour 
rejoindre une source non reconnue à partir de 
l'état courant. Aller à l'étape 3. 
Etape 8 : S'il existe encore des états non reconnus, aller 
à l'étape 9. Sinon, arrêter. 
Etape 9 : Appliquer les transitions nécessaires pour 
rejoindre un état non encore reconnu à partir de 
l'état courant. Aller à l'Atape 3. 
Algorithme C : construction de lo séquence de reconnoissonce 
des états 
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