This paper presents an analysis of a computer implementable approach to the assessment of the quality of a Z specification document.
Introduction
The most common way of measuring software q&ty is by looking at many different factors which affect quality. These factors are then measured separately and finally combined to form the overall measure of the software quality. These factors are grouped to focus on three important aspects of a software product: l product operations: correctness, reliability, efficiency, integrity and usability; l product revision: maintainability, flexibility and testability, and Permission to make digital/hard copy of part or all this work for personal or classroom use is granted without fee provided that copies are not made or distributed for profit or commercial advantage, the copyright notice, the title of the publication and its date appear, and notice is given that copying is by permission of ACM, Inc. To copy otherwise, to republish, to post on servers, or to redistribute to lists, requires prior specific permission and/or a fee. 
Measuring validity: specification testing
Since a specification is expressed in a formal mathematical notation its syntactic correctness can, in principle, be proved mathematically.
However, experimentation with the mathematical proof of formal specifications indicated that it is extremely difficult and can be very time consuming. Even when a specification is mathematically proved, the correspondence between it and the requirements expressed by the customer cannot be proved. However, testing can be used to increase our confidence in both issues. We will use a variety of testing techniques to check the Z specification correctness.
Measuring specification maintainability: the style model
We can apply established considerations developed to analyseihe maintainability of programs to the maintainability of specifications. Software maintenance is a broad-based activity, and a prerequisite activity is to understand the software to be maintained. [ll] Based on this fact, one common method to measure maintainability of a program is to measure its understandability. There is a number of models which have been proposed for measuring a program's understandability. [l3,5,7,10] One of these models is the so called the "style" mode1. [4, 8, 9] In this model, a program which has a better programming style is assumed to be more readable. The model is simple and can be adapted to specification readability, maintainability and understandability.
Design considerations
Before we discuss possible assessment of specifications, some general points about assessment need to be made. These arise from experience in the use of Ceilidh for the assessment of similar topics. Any assessment scheme which we eventually produce must satisfy a number of criteria.
1. Its output must be helpful to the student. The output must not be, for example, simply a statement that their specification failed, or that they lost 10 marks. It should pinpoint the reasons for any losses in a form which acts to enhance the student's learning experience.
2 Jt must be reasonably easy for the designer of the assessment system to set it up. In the xercise specific information, the person setting up a new exercise should not need to know the workings of, for example, the Z to Prolog compiler. The .marking procedures should be written in a high-level user-friendly language.
3 The awarded mark scheme must allow flexibility, so that the teacher can concentrate marks in any area of the process, to suit the area currently being taught. The emphasis of the marking may change from week to week, and from course to course. In order to achieve this, the overall assessment must combine the sub-marks for each part of the assessment process by a formula which the teacher can easily change. In the present version of Ceilidh the teacher specifies weighting factors in a predetermined marking formula combining the sub-marks. In the next version, much more general formulae will be permitted.
4 The marking scheme must be incremental and progressive. By this we-mean that the system must not merely award 100% for perfect answers and 0 % for erroneous answers.
It must be capable of awarding partial marks at the control of the teacher for partially correct constructions. In this case, the student should ideally be informed only of the most serious error, the error causing the most serious loss of marks in the current marking scheme. It would not help the educational process to give the student many messages concerning very minor losses of marks.
Computing specification quality
Extensive experience with the Ceilidh system for the automatic assessment of the quality of student programs has suggested the need for at least six distinct heads for assessment.
Following Oman and Cook's[6] programming style model, WC divide the specification style into two categories: those pertainin to the typographic arrangement, and those measuring the structural content of the text. The latter is used also in the sectior "on specification relative complexity below. Typographic style describes the way a specification text i! presented.
Measurement of specification co&plexity
Each complexity metric is marked relative to the corresponding counts for the model specification, and again with the scoring technique shown in figure 1 . In a typical factor we might allov the student full marks for a metric being within a factor of 2 (from 50% to 200%) of the corresponding metric for the mode solution.
Measurement of static correctness
For the static correctness we can rely partly on Zin's Z compile] xc and z/Prolog translator xp [14] , which comment on 2 specification texts as part of their execution. The score for OU static analysis will be based on the outcome of applying zp ani the occurrence of other static problems in the specification.
This checks for Z syntax, correct types in all expressions, and the validity of all use of identifiers.
Strncture
We are considering here a possible equivalent to the structure marking in Ceilidh marking of C programming exercises.
This could be a point, if it were possible, to check the mathematicalconsistency and completeness of the system.
Measurement of "animation correctness"
For the Z equivalent of dynamic correctness we animate I schema, and award a score based on the correctness of the animation. Queries are provided by the teacher to check on the values of output variables.
In order to satisfy the criterion of progressive marking mentionei earlier, we envisage that the person setting up the excrcisc woulc set up the following information for each animation (dynamics test. . 
Measurement of specification maintainability UwwapW
The latter two items should be performed separately as a number of small tests. There should then be an overall mark for each animation test as a contribution to the overall animation mark.
Features
Experience in other applications of Ceilidh has shown that there are occasions when a human marker would look for the presence or absence of particular constructs in a piece of student work. In a programming exercise involving the conversion of seconds into minutes and seconds, we would wish to insist that the student declared the value 60 as a constant, and that the value 59 did NOT appear in the program. This is best done on an exercise-specific basis. We use the Ceilidh oracle and its associated extended regular expressions to express these requirements.
Conclusion
This work has shown that the development of automatic assessment system for formal specifications written in Z is feasible and would provide a useful tool. Such a system would be of great help to anyone who has to assess the quality of specifications, and in particular for teachers of such courses.
