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Zusarrmenfassung:
Die beschriebenen Unterprogramme ermöglichen eine vereinfachte
Verwendung des KAPROS-Datenmanagements. Für die FORTRAN Ein-
und Ausgabeanweisungen werden Unterprogramme zur Verfügung ge-
stellt, deren Aufrufe für alleKAPROS r/O-Zugriffsmethoden die
gleiche Form haben. Durch die Eingabe in einem KAPROS Eingabe-
Datenblock wird zur Laufzeit des Programms über die Realisie-
rung der Zugriffsmethode für die einzelnen Dateien entschieden.
Durch diese Technik wird die Umstellung von stand-alone Pro-
grammen in KAPROS-Moduln und umgekehrt sehr erleichert.
A Subroutine Package for riO-Operations Within the Modular
Programming System KAPROS
Abstract:
Subroutines are presented for simplified use of the KAPROS da-
ta management. For all standard FORTRAN rio statements (inclu-
ding direct access), subprograms are given. The calls are iden-
tical for all access methods offered by KAPROS. At run time, a
KAPROS input data block fixes the realisation of the access
method for each file to be worked on by this subroutine package.
This technique supports and eases the conversion of stand-alone
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syn. alleinstehend; Programm, dessen Funk-




Datei eines Moduls; die DB werden von
KAPROS automatisch verwaltet (s./1,2/)
externe Einheit
externe Datei
Datei, bei der KAPROS nur die Puffer ver-
waltet; jeder Datentransfer läuft über
die entsprechenden FORTRAN I/O Routinen
(IBCOM#usw. )




KAPROS Modul, der die Systemfunktionen




Auf die Sätze (fester Länge) dieser Da-
teien kann direkt über die Satznummer,








Hier müssen, im Gegensatz zum 'direct ac-
cess', alle vorstehenden Sätze überlesen
werden, bevor auf einen nachfolgenden zu-
gegriffen werden kann
INTEGER Konstante, über die bei I/O-Opera-
tionen auf die Datei zugegriffen wird.
Die Zuordnung von Datei Nummer zur Datei
selbst erfolgt in IBM-FORTRAN durch die
zur Datei gehörende DD-Karte
'call by location' Art der Ubergabe von Unterprogramm-Para-
metern; im Unterprogramm wird kein Spei-
cherplatz für den so übergebenen Platz-
halter reserviert, vielmehr wird die Adres-
se des aktuellen Arguments benützt. Da-
durch ändert sich der Wert des aktuellen





Im DEFINE FILE Statement festgelegte Va-
riable, die für DA Dateien die Satznummer




Die Umwandlung von 'stand-alone' Programmen (d.h. von Program-
men, die ohne öie Systemfunktionen von KAPROS /1/ auskommen)
in KAPROS Moduln erfolgt im allgemeinen in (mindestens)fünf
Schritten:
1. Umwandeln des Hauptprogramms in ein Unterprogramm, z.B.
SUBROUTINE MAIN, und Ersetzen aller STOP-Anweisungen durch
RETURN-Anweisungen;
2. Aufrufen des Initialisierungs-unterprogramms KSINIT als er-
ste ausführbare Anweisung;
3. Umstellen der Moduleingabe auf die KAPROS Datenblock-Struk-
tur; Eingabe über die zentrale Datenbasis (Lifeline);
4. Umstellen des binären (unformatierten) Datentransfers auf
die Lifeline soweit dies sinnvoll ist. Dabei werden die
FORTRAN Anweisungen READ und WRITE durch Unterprogrammauf-
rufe von KAPROS Systemroutinen (KSGET, KSPUT usw.) ersetzt;
5. Erstellen des Prüfmoduls, der vor Beginn der eigentlichen
Rechnung die Eingabedaten auf Richtigkeit und Konsistenz
prüft.
Die ersten beiden Schritte sind formal und daher sehr einfach
durchzuführen; der letzte Schritt (Prüfmodul) kann bei gut
strukturierten Programmen, die nach dem Schema:
EINGABE - VERARBEITUNG - AUSGABE
aufgebaut sind, durch Isolierung des Eingabeteils auch noch
relativ einfach gelöst werden. Zudem kann dieser Prüfmodul zu-
nächst so programmiert sein, daß nur ein Rücksprung ins KAPROS-
Steuer-Programm (KSP) ohne wirkliche Prüfung der Eingabe er-
folgt.
Die größten Schwierigkeiten bringen naturgemäß die Schritte 3
und insbesondere 4 mit sich, da sie in das Datenmanagement eines
Programmes eingreifen. Die im Folgenden vorgestellten Unter-
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- 2 -
...)
programm READKO dazu, diesen Prozeß überschaubar zu machen.
Dazu werden alle 1/0 Anweisungen ersetzt durch Unterprogramm-
aufrufe einer SUBROUTINE, die zen t r a 1 alle I/O-Vorgänge
übernimmt und möglichst automatisch die, je nach Initialisie-
rung richtigen, Aktionen veranlaßt.
Das Quellprogramm bleibt weitgehend unverändert durch diese
Technik. So wird z.B. der Befehl
READ (NFI, END=100, ERR=200) (FELD (I) ,1= 1 ,IANZ)
ersetzt durch den Aufruf
CALL READKS (NFI,~100,~200, FELD, IANZ).
Auch bei einer späteren Rückverwandlung des KAPROS Moduls in
eine stand=alone Version ist diese Technik nützlich. Um das
Datenmanagement umzustellen braucht man nur das Unterprogramm
READKO neu zu programmieren (was in dieser Richtung sehr ein-
fach ist}.
Bei Lese- und Schreibbefehlen mit mehrfach indizierten Feldern
kann diese Technik nicht angewandt werden, wenn die I/O Liste
nicht der physikalischen Reihenfolge entspricht. Solche I/O-
Befehle sind nach Möglichkeit zu vermeiden (übrigens auch dann,
wenn READKO nicht benutzt wird) •
Insbesondere für Testzwecke wichtig ist die Möglichkeit, beim
übersetzten Programm durch die Eingabe anzusteuern, welche Da-
tei als Datenblock (DB) vom KSP verwaltet werden soll und wel-
che Datei in konventioneller Weise auf externen Datenträger
gehalten werden soll.
Natürlich ist diese Flexibilität nicht ohne Zusatzaufwand zu
erreichen. Die Verwendung von READKO fügt den Unterprogramm-
sprüngen im KSP noch (mindestens 1) weitere hinzu.
Ob dieses Programm-'overhead' gerechtfertigt ist, läßt sich
nur in jedem Einzelfall entscheiden. Ein Nachteil ist auch
sicherlich, daß in READKO die Vorteile von Pointer DB nicht
echt genutzt werden können (es erfolgt stets ein Datentrans-
fer) . In der Test- und Umstellungsphase von KAPROS-Moduln hat
jedenfalls die beschriebene Technik einen nicht zu vernach-
lässigenden Beschleunigungseffekt was durch erste Erfahrungen
*)READKO als Initialisierungsroutine steht hier für das ganze
unterprogrammpaket; das letzte Zeichen ist eine Null, kein '0'.
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bei der Benutzung von READKO (z.B. KAPROS Implementierung des
Programms COMPAR /4/) belegt wird.
2. Grundzüge des KAPROS Datenmanagements
Das KSP verwaltet die Daten der KAPROS Lifeline in Form von
Datenblöcken (DB). Jedes Datum eines Blockes läßt sich errei-
chen, indem man den Datenblocknamen (und den Datenblockindex)
angibt sowie die Stellung des Datums relativ zum Datenblock-
anfang. Die DB jeden Jobs werden, soweit möglich, im Kernspei-
eher gehalten; reicht der zur Verfügung stehende Platz nicht
aus, so lagert das KSP automatisch die restlichen Daten auf
'direct access' Einheiten aus. Für den Benutzer ändert sich
an der Zugriffsweise zu den Daten dadurch nichts.
Für DB, die im Kernspeicherbereich geladen sind, gibt es zu-
sätzlich Systemprogramme, die es erlauben, auf die Daten di-
rekt, d.h. über die Kernspeicheradresse, zuzugreifen. Diese
Möglichkeit ist die günstigste, da jeder überflüssige Daten-
transfer und jede Doppelspeicherung vermieden werden. DB, die
in dieser Technik bearbeitet werden, heißen Pointer DB, da die
Adressierung der Daten mit Hilfe eines Zeigers (Verschiebein-
dex, Pointer) relativ zu einem modulinternen Feld erfolgt.
Neben diesen beiden, KAPROS-eigenen, Zugriffsmethoden gibt es
noch den Datentransfer von und zu externen Dateien, der mit den
üblichen FORTRAN READ/WRITE Anweisungen im wesentlichen unter
der Kontrolle des Moduls erfolgt.
Details zu den verschiedenen Zugriffsmethoden, die KAPROS bie-
tet, finden sich in /1,2/.
Für den Modul-Programmierer ergibt sich aus diesen diversen
Möglichkeiten die Notwendigkeit, bei I/O-Operationen je nach
den Gegebenheiten die günstigste Alternative zu wählen. Dies
ist nicht einfach, besonders bei Programmen, die übernommen
werden und/oder nicht in KAPROS entwickelt wurden. Will man
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außerdem noch zulassen, daß man programmgesteuert zwischen den
verschiedenen Zugriffsmethoden umschalten kann, so erfordert
das das Ersetzen einer normalen I/O-Anweisung durch eine Folge
von KAPROS SystemprogrammAufrufen mit Abfragen und Sprüngen.
Als Abhilfe bietet sich an, diese Folge von Anweisungen in
einem Unterprogramm zu zentralisieren und somit alle Vorteile
des KAPROS Datenmanagements zu haben ohne das Quellprogramm
zu stark verändern zu müssen. Exakt diese AUfgabe erfüllt das
hier beschriebene Unterprogramm READKO mit seinen verschieden-
en Entries und Hilfsprogrammen.
3. Wirkungsweise von READKO (sequentiell)








In den Fällen (i) und (ii) wird noch unterschieden, ob der DB
bereits besteht oder neu eingerichtet werden muß.
Alle Dateien werden einheitlich über eine Datei-Bezugsnummer
angesprochen (wie in normalen FORTRAN READ/WRITE Anweisungen
auch). Diese Datei-Nummern unterliegen den KAPROS-Konventionen
(d.h. sie müssen ~ NGRENZ sein; z.Zt. NGRENZ=39 in KAPROS, da
die Nummern ab 40 für spezielle Zwecke reserviert sind), ob-
wohl für die Realisierung als DB solche Beschränkungen nicht
notwendig sind.
Für Dateien, die als DB realisiert werden, ist natürlich als
Querverweis neben der Dateinummer noch der DB Namen (DBN) und
der DB Index anzugeben. Diese Information wird aber nur ein-
mal (in der Initialisierungsphase) benötigt.
Die Entries READKS/REWIKS/WRITKS verarbeiten die Dateien im
Modus des sequentiellen Zugriffs, die Entries READDA/FINDKS
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WRITDA dagegen im 'direct access'
3. A. Initialisierungsphase:
Bezeichnungen:
Für Dateien wird folgende Charakterisierung gewählt:
- Datei vom Typ 1 - realisiert als KAPROS DB
- Datei vom Typ 2 - realisiert als KAPROS Pointer DB
- Datei vom Typ 3 - realisiert als ex,terne Einheit.
Die im Folgenden häufig verwendete Variable IFILE ist eine gan-
ze Zahl zwischen 1 und IFILES (IFILES wird im Initialisierungs-
aufruf definiert) i IFILE steht für eine beliebige Datei Refe-
renznummer.
Um in KAPROS externe Einheiten zu benutzen, müssen zunächst
(durch KSDD-Aufrufe) dem System Angaben über die Art der exter-
nen Einheit, Pufferverwaltung usw. gemacht werden.
Ebenso werden für DB, die mit READKO praktisch wie externe Ein-
heiten behandelt werden können, Tabellen benötigt, die gewisse
Informationen, (wie z. B. Rekordzähler), en thal ten sowie Tabe llen,
die die Verbindung zwischen DB und Datei-Bezugsnummer herstel-
len.
Der Aufbau dieser Tabellen und die nötigen KSDD-Aufrufe erfolgen
in READKO selbst, weswegen dieses Unterprogramm vor der ersten
Verwendung der READKO-Entries aufgerufen werden muß.
Alle benötigten Tabellen haben die Form ein- oder zweidimen-
sionaler FORTRAN Felder, die variabel dimensioniert sind (Vari-
able IFILES) und vom rufenden Programm bereitzustellen sind.
Benutze Felder;
1. DBNAME (4, IFILES) (sinnvoll nur für Typ 1 + 2):
INTEGER Feld, das in den Plätzen DBNAME (1, IFILE) bis
DBNAME (4, IFILE) den KAPROS DB Namen enthält, der unter
der Referenznummer IFILE angesprochen werden soll.
2. DBINDE (IF ILES) (sinnvoll nur für Typ 1 + 2):




INTEGER_2 Feld, das im Element SPRADR (IFILE) durch eine
Kennzahl (s. DB 'INIT KAPROS READ' unten) ,festlegt, wie
die Datei IFILE zu behandeln ist. Die Elemente von SPRADR
dienen später als Indizes bei sog. 'computed, goto' Anwei-
sungen.
4. UNIT (IFILES) (sinnvoll nur für Typ 1 + 2):
INTEGER Feld; dieses Feld zeigt in KAPROS DB an, wieviele
Daten bereits gelesen und/oder geschrieben worden sind (Re-
kordzähler) : der nächste IjO-Befehl für die Datei IFILE be-
trifft dann die Daten ab UNIT (IFILE) relativ zum Blockan-
fang des zugeordneten DB. Für DA, Datein ist UNIT (IFILE) die
zu IFILE gehörige 'assoziierte Variable', siehe Kapitel 4.
5. PUFFER (IFILES):
Logical~1 Feld; dieses Feld zeigt im Eingang IFILE bei ex-
ternen Einheiten an, ob ein KSDD-Aufruf für die betreffen-
de Einheit bereits gemacht wurde (=.TRUE.) oder nicht. Der
Inhalt dieses Feldes wird geändert, wenn eine CLOSE Anwei-
sung für die betreffende Einheit erfolgt. Bei KAPROS DB
dient die hier enthaltene Informaition dazu, den DB Index
analog zur File Sequenznummer zu erhöhen.
6. IPOINT (IFILES) (sinnvoll nur für Typ 2):
INTEGER Feld; dieses Feld enthält im IFILE - ten Platz den
Pointer zum zugeordneten (Pointer-) DB-Anfang relativ zum
lokalen Feld ANFANG. Damit können die Daten einer Datei vom
Typ 2 direkt adressiert werden.
7. IZW (IFILES):
INTEGER Feld; dieses Feld enthält Angaben über die Längen
der einzelnen Dateien (Eingabevariable IZW, s.u.). Kritisch
ist eine Uberschreitung dieser Längen nur bei Dateien, die
im 'direct access' Modus bearbeitet werden. Für sequenti-
elle externe Dateien ist der Parameter ohne Bedeutung, viel-
mehr meldet hier IBCOM#selbst mit "END OF DATA-SET' mögli-
che Fehler. Bei KAPROS DB für sequentielles IjO sind bei
Uberschreiten der angegebenen Länge folgende Standard-
aktionen vorgesehen:
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- Verlängern des DB (Typ ~) bzw. (bei Typ 2)
- Umwandlung des Pointer DB in normalen DB und Verlängern,
(was zu Änderungen der entsprechenden Eingänge in den Feldern
IZW bzw. SPRADR führt) .
8. LRECL (IFILES) (sinnvoll nur für 'direct access' Dateien):
INTEGER Feld; en.thäl t die feste Rekordlänge für I direct
access' Dateien. Für Realisierungen durch KAPROS DB muß
diese Größe in der Eingabe angeliefert werden (s.u.), für
externe Dateien wird der angelieferte Wert überschrieben
durch den Wert, der auf der zugeordneten DD~Karte steht
(Aufruf des Unterprogramms DEFI) .
Zur Initialisierung der DB und als Platzhalter für spätere 1/0-
Listen wird das REAL Feld FELD (1) , ... , FELD (IANZ) benötigt.
Aus Effektivitätsgründen sollte beim ersten Aufruf von READKO





(IFILES,DBNAME, DBINDE, SPRADR, UNIT, PUFFER, IPOINT,






Grenze für variable Dimensionen in READKO; später ver-
wendete Datei Referenznummern müssen größer als 1 und
dürfen höchstens gleich IFILES sein.
! Ein~Referenznummer der Standard gabeeinheit (KSINIT)Aus
Größte zulässige Zahl für Referenznummern überhaupt:
für IBM/370-168: 50, für KAPROS: 39 (die Nummern 40
bis 50 sind in KAPROS für Spezialzwecke reserviert) .
Referenznummern größer NGRENZ werden (unabhängig von
IFILES) von READKO nicht ~ugelassen (außer den Nummern
48 und 49 im 'direct access' nach KAPROS Konventionen j
siehe /1/).





Dimension von FELD. Da alle neuen DB initialisiert
werden, indem sie mit Sätzen gefüllt werden, die je-
weils FELD(1) , ••• ,FELD(IANZ) enthalten ( siehe Kapi-
tel 5. a.~ sollte IANZ nicht zu klein sein.
Fehleranzeige; mögliche Werte in der Initialisierung
=1: fehlerhafte KSGET/KSPUT-Aufrufe (Näheres steht
im KAPROS Protokoll) oder IFILES' 0
=2: eine eingegebene Referenznummer ist größer als
IFILES oder NGRENZ
Bei den Aufrufen der Entries von READKO wird IFEHL
ebenfalls auf eine Kennziffer gesetzt, falls ein
Fehler auftritt; diese Kennungen sind unter den ein-
zelnen Entries angeführt. Die Zusammenfassung aller
möglichen Fehlercodes wird weiter unten gegeben.
&100: Rücksprungadresse, falls Initialisierung fehlerhaft
Die restlichen Parameter sind Felder, die oben bereits erläu-
tert wurden. Der Platzbedarf für Tabellen in READKO beträgt:
(9* 4 + 1.2 + 1 ~1)- IFILES Bytes
(außer der I/O-Liste FELD) •
Während die Skalare im READKO Aufruf als Parameter übergeben
werden, werden die Tabellen mit den Werten des READKO Eingabe
DB 'INIT KAPROS READ' mit DB Index 1 gefüllt. (Zur Zeit exi-
stiert nur Dummy Prüfmodul PRDUM für diesen DB) •
Eingabe DB:
.KSIOX DBN=INIT KAPROS READ, IND=1,TYP=CARD,PMN=PRDUM




Datei Referenznummer (1~ IFILE (IFILES), unter der die
Datei angesprochen werden soll
Literal aus 4 Worten mit dem(der Datei zugeordneten)DB
Namen. Falls IFILE eine externe Datei ist, kann hier
etwas Beliebiges stehen (z. B. 4 * 0 oder 'EINHEITxx
EXTERN' )
zu IFILE gehöriger DB Index (beliebig für externe Da-
teien)
~) IFEHL kann in READKO oder den div. Entries verändert werden,
deshalb muß hier stets eine Variable stehen.
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IART: Kennziffer; Datei IFILE realisiert als:
= 1 : bereits bestehender KAPROS DB
=2: neuer KAPROS DB
=3 : KAPROS Pointer DB (DB besteht bereits)
=4 : KAPROS Pointer DB (neuer DB)
=5 : externe Einheit (p1)
=6: externe Einheit (P 2)
=7 : externe 'direct access' Datei (P1)
=8: externe 'direct access.' Datei (p 2)
IZW:
LRECL:
Dabei bedeutet der Zusatz P1, daß die Puffer der be-
treffenden Datei über den aktuellen Modulaufruf hin-
aus bestehen bleiben sollen, P2 dagegen, daß sie spä-
testens am Modulende gelöscht werden. Für DA Dateien
ist P1 nur wirksam, wenn auf der DD-Karte der Name
der Datei (DSN-Parameter) mit der Buchstabenkombina-
tion 'KSDA' beginnt ( siehe /1/). Bei Benutzung von
Pointer DB muß man beachten, daß durch solche Dateien
Kernspeicherplatz fest belegt wird,. Für große Dateien
kann das leicht dazu führen, daß für weitere Pointer
DB (z.B. für dynamische Felderweiterungen) kein Platz
mehr frei ist.
Dateilänge in (4 Bytes) Worten; kritisch nur für Poin-
ter DB (siehe Seite 6, Ziffer 7). Ohne Bedeutung für
externe Einheiten.
Logische Satzlänge für Verarbeitung der Datei im 'di~
rect access' Modus. Bei externen Dateien wird der hier
angegebene Wert durch den auf der DD-Karte angegebenen
überschrieben.
Bei der Realisierung einer Datei als DB ist es nicht nötig, die
Art der Verarbeitung (sequentiell oder 'direct access') festzu-
legen. Vielmehr wird dies durch die spätere Verwendung bestimmt.
Damit ist es auch möglich, solche Dateien in beiden Zugriffsar-
ten zu benutzen. Da dies für externe Einheiten zu Fehlern führt,
wird im Interesse der Kompatibilität die Ausnutzung dieser (trick-
reichen) Prograrnrnierungsart nicht empfohlen.
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Ablauf der Initialisierung:
Nach dem Lesen des Eingabe DB prüft READKO, ob alle als 'alt'
gekennzeichneten (Parameter IART) Dateien auch wirklich vor-
handen sind und legt erforderlichenfalls neue Dateien an (Un-
terprogramm INITDB). Für externe 'direct access' Dateien wird
außerdem die DEFINE FILE Anweisung durch Aufruf der Assembler
Unterprogramme DEFI und DINF durchgeführt. Für alle externen
Dateien wird KSDD aufgerufen, um dem KSP die Pufferverwaltung
zu ermöglichen.
Fehlercodes in READKO:
In READKO werden die meisten auftretenden Fehler durch Ausgabe
einer Fehlernachricht (in Klartext) angezeigt. Trotzdem wird
die Variable IFEHL bei Fehlern und Standardkorrekturen auf be-
stimmte Werte gesetzt. Da IFEHL beim Initialisierungsaufruf
durch 'call by location' /3/ übergeben wird, ist der Fehler-
code dem rufenden Programm bekannt und es kann auf 1/0 Fehler-










fehlerfreier Ablauf des Aufrufs
fehlerhafte KSGET/KSPUT-Aufrufe oder IFILES ~ 0 bei
der Initialisierung; Reaktion: 'RETURN1' aus READKO
eine Datei Referenznummer ist größer als IFILES oder
NGRENZ (Initialisierungsphase); Reaktion wie IFEHL=1.
fehlerhafte Datenübertragung in READKS (siehe KAPROS
Fehlercode im KAPROS Protokoll); Reaktion: 'ERR=' Aus-
gang.
andere KAPROS - Fehlercodes bei der Datenübertragung
(sonst wie IFEHL=3)
Datei IFILE nicht initialisiert (wahrscheinlich fehlt
die Eingabe für IFILE, IFILE ~ 0 oder IFILE ~ IFILES) ,
Reaktion: 'ERR~IAusgang (falls vorhanden) oder Rück-
sprung (Operation unterdrückt) .
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6 In einer mit IART=3 bzw. 4 definierten Datei sollen
mehr als die angegebenen IZW Worte geschrieben werden;
Reaktion: Umwandlung der Datei in IART=1 bzw. 2 und
Verlängern (sofern möglich) .
7 KAPROS Fehlercode 10 F 0 beim Schreiben in einem DB
(s.a. Ausdruck von 10 im KAPROS Protokoll); Reaktion:
Rücksprung (Operation unterdrückt) •
8 KAPROS Fehlercode IQ * 0 beim Neuanlegen eines DB mit
erhöhtem DB Index (analog zur Erhöhung der File Se-
quenznummer); Reaktion: 'ERR=' Ausgang oder (falls
nicht vorhanden) Abbruch.
9 Versuch, eine sequentielle Datei (IART=5 oder 6) im
'direct access' Modus (IART=7 oder 8) zu bearbeiten
oder umgekehrt; Reaktion: beim Lesen: 'ERR:' Ausgang,
sonst Rücksprung (Operation wird unterdrückt) .
Es gibt drei Fälle, in denen READKO den Job abbricht indem ein
KAPROS Fehlercode nicht gelöscht wird und trotzdem eine KAPROS
Systemroutine aufgerufen wird:
1. (WRITKS): Ein DB soll neu angelegt werden mit erhöhtem
DB Index und das geht nicht fehlerfrei (IFEHL=8, 10 * 0 siehe
KAPROS Protokoll);
2. und 3. (WRITKS, WRITDA): Ein Pointer DB soll in einen nor-
malen DB umgewandelt werden, um die Datei zu verlängern; beim
KSCHP Aufruf liefert KAPROS einen Fehlercode 10 + 0 zurück.
Ansonsten wird in READKO (nach entsprechenden Reaktioen) stets
versucht, den KAPROS Fehlercode zu löschen.
3. B. Entry READKS
READKS ersetzt den READ-Befehl für sequentielle Dateien.
Genauer: die Anweisung
READ (IFILE, END=100, EBR=200) (FELD(J) ,J=1, IANZ)
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wird ersetzt durch den Aufruf
CALL READKS (IFILE, &100, &200, FELD, IANZ).
Ablauf:
Die Datei wurde durch eine CLOSE Anweisung abgeschlossen (z.B.
'END=' Ausgang oder ENDFKS Aufruf), falls PUFFER (IFILE)=F ist.
Daher wird bei einem READKS Aufruf mit PUFFER (IFILE)=F die
File Sequenznummer für externe Einheiten erhöht (durch IBCOM#)
bzw. der DB Index um eins erhöht und der zur Datei gehörige DB
mit erhöhtem Index gegebenenfalls neu initialisiert. PUFFER
(IFILE) wird dann auf T gesetzt.
Für externe Einheiten wird die oben angegebene READ Anweisung
ausgeführt. Bei Dateien vom Typ 1 werden die nötigen KSGET Auf-
rufe gemacht. Bei Pointer DB dagegen ist es, über den Pointer,
möglich, die gesuchten Daten direkt in FELD einzuspeichern.
Zu UNIT (IFILE) wird IANZ addiert. Wird der 'END=' Ausgang wirk-
sam, so wird vor dem Rücksprung noch PUFFER (IFILE)~F gesetzt
(analog zum Abschließen einer Datei in FORTRAN) •
Mögliche Fehlercodes: 3, 4, 5, 8, 9.
3. C. Entry BACKKS
Der FORTRAN Befehl
BACKSPACE IFILE
wird ersetzt durch den Aufruf
CALL BACKKS (IFILE, IANZ) ,
wobei IANZ die Länge des zuletzt bearbeiteten Satzes ist.
Ablauf:
Bei Dateien vom Typ 1 und 2 wird von UNIT (IFILE) IANZ subtra~
hiert. Wird die Zahl dadurch negativ, so wird UNIT (IFILE) auf
1 gesetzt. Bei sequentiellen externen Dateien wird der Befehl
'BACKSPACE IFILE' ausgeführt. AUßerdem wird, sofern nötig, PUF-




3. D. Entry REWIKS
'REWIND IFILE' wird realisiert durch den Aufruf 'CALL REWIKS (IFILE) , .
Ablauf:
Für Dateien vom Typ 1 und 2 wird UNIT (IFILE)=1 gesetzt, für
Typ 3 (sequentiell) dagegen 'REWIND IFILE' ausgeführt. Nöti-
genfalls wird PUFFER (IFILE)=T gesetzt. Für externe DA Datei-
en ist der Aufruf wirkungslos.
Mögliche Fehlercodes: 5.
3. E. Entry ENDFKS
'ENDFILE IFILE' wird erreicht durch den Aufruf 'CALL ENDFKS (IFILE) , •
Ablauf:
Es wird PUFFER (IFILE)=F gesetzt und für externe Dateien außer-
dem 'ENDFILE IFILE' ausgeführt. Für externe DA Dateien ist der
Aufruf wirkungslos.
Mögliche Fehlercodes: 5
3. F. Entry WRITKS
Der FORTRAN Befehl
WRITE (IFILE) (FELD (J) ,J=1, IANZ)
wird umgesetzt in
CALL WRITKS (IFILE, FELD, IANZ).
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Ablauf:
Der Ablauf entspricht weitgehend dem in READKS (3.B.) geschil-
derten (nur daß geschrieben wird anstatt gelesen). Eine Aus-
nahme bilden die 'END=' und 'ERR=' Ausgänge in 3.B., die in
WRITKS nicht vorgesehen sind. WRITKS stoppt zwangsweise den
KAPROS-Job, falls ein KAPROS Fehler auftritt beim Neuanlegen
von DB mit erhöhtem DB Index bzw. bei KSDD Aufrufen für exter-
ne Dateien mit erhöhter File Sequenznummer. Bei DB wird die
Länge im Feld IZW festgehalteni versucht man hinter das so defi-
nierte Dateiende zu schreiben, so wird der DB verlängert (evtl.
zuerst Umwandlung von Pointer DB in normalen DB) solange dies
möglich ist. Gleichzeitig wird auch der Eintrag im Feld IZW
aktualisiert.
Mögliche Fehlercodes: 5, 6, 7, 8, 9.
4. Wirkungsweise von READKO ('direct access')
Der Einbau der 'direct access' Option in READKO verursachte
eine Reihe von Sonderregelungen (wie auch in FORTRAN selbst) •
So wird durch die DEFINE FILE Anweisung eine Variable ausge-
zeichnet, die die Satznummer des Satzes enthält, der auf den
gerade bearbeiteten folgt. Diese sogenannte 'assoziierte Vari-
able' (AV) ist in READKO der für die Datei zuständige Eingang
im Feld UNITi d.h. insbesondere, daß bei Verarbeitung von Da-
teien im DA Modus das Feld UNIT nicht die gleiche Bedeutung
hat wie bei sequentieller Verarbeitung. Ebenso erklärt sich die
Sonderrolle des Feldes LRECL; diese Größen werden dazu benötigt
den Wert der AV zu berechnen wenn IANZ) LRECL (IFILE) und die
Datei vom Typ 1 oder 2 ist (bei Typ 3 wird dies automatisch von
den FORTRAN I/O-Routinen gemacht) •
Um die Zahl der zusätzlichen Vereinbarungen zu begrenzen, wurde
darauf verzichtet, eine Kennzeichnung für DA Dateien) die als DB
realisiert werden, einzuführen. Das hat zur Folge, daß ein Fehler
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gemeldet wird, wenn eine externe Datei im falschen Modus bear-
beitet werden soll (1FEHL=9)i bei DB dagegen ist die Bearbei-
tung eines DB im DA und sequentiell in beliebiger Reihenfolge
möglich (aber nicht sehr sinnvoll).
4. A. Entry READDA
Die FORTRAN Anweisung
READ (1F1LE' NASS, ERR=200) (FELD(J) ,J=1, 1ANZ)
wird realisiert als
CALL READDA (1F1LE, NASS, &200, FELD, 1ANZ).
Man beachte, daß es hier im Gegensatz zum sequentiellen READ
keinen 'END=' Ausgang gibt.
Ablauf:
Falls PUFFER (1F1LE)=F, erfolgt eine Fehlermeldung und ein Rück-
sprung über den 'ERR=' Ausgang. Andernfalls wird für Dateien von
Typ.1 und 2 aus NASS die Relativadresse (relativ zum DB Anfang)
des Beginns des gewünschten Satzes berechnet. Bei Typ 1 erfolgt
ein KSGET Aufruf, bei Typ 2 werden die Werte direkt (mit Hilfe
des Pointers) in FELD eingespeichert. Anschließend wird UN1T(1FILE)
auf den Wert NASS+11 gesetzt, wobei 11 die Anzahl der gelesenen
Sätze ist (11) 1), falls die Länge des zu lesenden Feldes grö-
ßer ist als die definierte logische Satzlänge) • Für externe Da-
teien wird der normale FORTRAN DA READ Befehl ausgeführt.
Mögliche Fehlercodes: 3,4,5,9.
4. B. Entry F1NDKS
Der FORTRAN Befehl
FIND (1F1LE'NASS)




Für Dateien vorn Typ 1 und 2 wird UNIT (IFILE) auf den Wert NASS
gesetzt. Für externe DA Dateien erfolgt die übliche FIND Anwei-
sung. Eine Fehlermeldung erfolgt, wenn FINDKS für eine sequenti-
elle externe Datei aufgerufen wird.
Mögliche Fehlercodes: 5,9.
4. C. Entry WRITDA
Der 'direct access' Schreibbefehl
WRITE (IFILE'NASS) (FELD(J) ,J=1, IANZ)
wird urngesezt in
CALL WRITDA (IFILE, NASS, FELD, IANZ)
Ablauf:
Der Ablauf entspricht weitgehend dem in READDA bzw. WRITKS. Soll
ein Pointer DB verlängert werden (durch Schreiben hinter das
durch IZW(IFILE) definierte logische Ende der Datei, so wird er
zunächst durch einen KSCHP Aufruf in einen normalen DB umgewan-
delt. Ist dann der KAPROS Fehlercode IQ = 0, so wird der KAPROS
Job abgebrochen. Andernfalls wird der DB (jetzt vorn Typ 1) er-
weitert.
Mögliche Fehlercodes: 4,5,6,7,9.
5. Hilfsprogramm für READKO
5. A. Unterprogramm INITDB
Aufruf: CALL INITDB ( ISPRUN, DBNAME, DBINDE, FELD, IANZ,
IPOINT, ANFANG, IZW, ISPALT, PUFFER,
IQ, 8. 100) •
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Das Unterprogramm INITB dient dazu, DB bzw. Pointer DB zu ini-
tialisieren. Für neue Dateien vom Typ 1 geschieht das, indem
die Werte in FELD solange in den DB geschrieben werden, bis das
Ende (definiert im Feld IZW) erreicht ist.
Für Pointer DB erfolgt ein KSGETP (für alte DB) bzw. ein KSPUTP
(für neue DB) Aufruf. Ein eventuell bestehender Pointer zu einem
DB gleichen Namens aber einen um eins kleineren Index wird vor-
her freigegeben. Alle Pointer werden im Feld IPOINT gespeichert.
Ist im Kernspeicher kein Platz für einen Pointer DB der gewünsch-
ten Länge, so erfolgt die Umwandlung in einen normalen DB und es
wird so verfahren wie oben für normale DB beschrieben. Diese Um-
wandlung wird über die Parameter ISPALT (alter Typ des DB) und
ISPRUN (neuer Typ des DB) an das rufende ProgrammREADKO gemeldet.
Im Fehlerfall erfolgt ein 'RETURN1' Rücksprung, bei regulärem
Ablauf ein normales 'RETURN', nachdem der Inhalt der Variablen
PUFFER den Wert TRUE erhalten hat.
INITDB wird aufgerufen von READKO (in der Initialisierungsphase)
sowie von READKS/WRITKS falls eine Neuanlegung von DB mit erhöh-
tem DB Index nötig ist.
5. B. Weitere benutzte Unterprogramme
1. QN~§1~ Unterprogramm von G. Arnecke1das eine Datei-Referenz-
nummer ii umwandelt in ein Literal 'FTiiF001'; (unveröffentlicht).
2. fO~V~: Bibliotheks Unterprogramm der GfK von K. Gogg zur Um-
wandlung von Ziffern in Literale; Programmbeschreibung Nummer 243
(1970) (unveröffentlicht).
3. DEFI und QI~F~ Bibliotheks Unterprogramme der GfK von
G. Arnecke zur Dynamisierung der DEFINE FILE Anweisung; Programm-
beschreibung Nummer 300 (1972) (unveröf fentlicht) •
4. DDTEST: Bibliotheksunterprogramm der GfK von G. Arnecke zum
- - --
Prüfen auf Vorhandensein für bestimmte DD Karten; Programmbe·-
schreibung Nummer 273 (1971) (unveröffentlicht).
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6. MÖgliche Erweiterungen und Verbesserungen
READKO bietet einige Möglichkeiten zur Verbesserung, die teil-
weise aus Gründen der Ubersichtlichkeit nicht gemacht wurden,
teilweise zu ihrer Verwirklichung aber auch einigen Zusatzauf-
wand erfordern würden.
Es ist möglich den Speicherplatzbedarf für die Tabellen zu re-
duzieren, wenn man durch einen Indexvektor die Tabelleneingän-
ge indirekt adressiert. Ebenso kann es für Spezialanwendungen
nützlich sein, den Initialisierungsteil durch DATA Anweisungen
fest einzuprogrammieren. Um einen Teil des 'overhe~d' zu ver-
meiden, könnte man auch daran denken,READKO in das KSP einzu-
bauen. Dadurch würden bei einigen Aufrufen gewisse Zwischenstu-
fen wegfallen. Allerdings erfordert dieser Einbau zweifellos
viel Zeit und verlängert den Systemkern.
Eine weitere Serviceleistung wäre die Entwicklung eines Prepro-
cessors, der automatisch die FORTRAN I/O Befehle in READKO Auf-
rufe umsetzt. Ein solches Programm müßte in der Lage sein, I/o
Befehle zu erkennen, die Länge von I/o Listen festzustellen,
eventuell Zwischenspeicher einzurichten, in denen die I/O Listen
zusammenhängend gespeichert werden können, und notfalls 'END='
und 'ERR=' Ausgänge neu zu schaffen. Schwierigkeiten ergeben sich
vor allem bei der automatischen Umwandlung von Lese- und Schreib-
befehlen mit mehrfach indizierten Variablen ( siehe Seite 2) •
Durch Einführung von 'END OF RECORD' Marken in die KAPROS DB ist
es ohne weitere Schwierigkeiten möglich, eine noch bessere Uber-
einstimmung zwischen externen und DB Dateien zu erreichen (z.B.
Wegfall der Variablen IANZ im BACKKS-Aufruf). Diese Erweiterung
wurde nicht durchgeführt um die von READKO erzeugten und bearbei-
teten DB auch für solche Moduln verarbeitbar zu machen, die nicht
READKO verwenden.
Als sehr wichtige Erweiterung, insbesondere für Testzwecke, wird
der Einbau eines Statistikteils angesehen. Dort könnten Informa-
tionen wie~ Häufigkeit des Ansprechens der verschiedenen Dateien,
Länge der übertragenen Blöcke, Ubertragungszeiten usw. gesammelt
und für jede Datei ausgewertet werden. Im Idealfall sollte dann
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der Benutzer (oder das KSP) Entscheidungshilfen für die opti-
male Realisierung der Dateien (Typ 1,2,3) und die optimale Pla-
zierung von DB in der Lifeline erhalten. Eine große Hilfe hier-
zu wäre ein Unterprogramm, das die Lage eines DB (externe Life~
line, interne Lifeline)bestimmen kann.
Keitere Verbesserungen in READKO sowie die Beseitigung vorhan-
dener Fehler sind zweifellos möglich. Für Vorschläge von Benutz-
ern ist der Autor stets dankbar.
7. Schlußfolgerungen
Das vorgestellte Unterprogramm Paket ermöglicht eine schnelle
und vereinfachte Umstellung des Datenmanagements eines 'stand
alone' Programmes auf das KAPROS System. Obwohl es leicht mög-
lich ist, daß einzelne Dateien aus Effektivitätsgründen (z.B.
Verwendung von Pointer DB) später in anderer Weise behandelt
werden müssen, wird für die Test- und Umstellungsphase durch
die Verwendung von READKO ein beachtlicher Zeitgewinn erwartet.
Außerdem unterscheiden sich bei Verwendung der vorgestellten
Technik 'stand alone' und KAPROS Version eines Programmes be-
züglich des Datenmanagements, zumindestens äußerlich, nicht
stark. Dies läßt auch erwarten, daß die Wartungskosten eines
so umgestellten Programmes sinken. Umgekehrt kann ein KAPROS
Modul, der mit READKO arbeitet, durch umprogrammierung dieses
Unterprogrammes auf einfache Weise in eine lauffähige 'stand
alone' Version umgewandelt werden, wenigstens solange die Be-
handlung der Moduldateien der kritische Punkt ist.
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Anhang: Programrnliste von READKO
c




C VEFSI(~: 1.1 ; DATU~: MAI 1971
C
C ZUR ~ERWENDUNG IM KAPROS-SYSTEM
C
C VC~ CE~ AUFRUF MUSS CAS UNTERPRGGRAM~ KSI~IT AUFGERUFE~
C wCRGE~ SEIN.
e
e eIE I~ITIALISIERU~G CEK I/O-REALISATIC~ ERFOLG1 MIl CE~ AUFRLF
C VC~ PEADKO; ANSCHLIESSE~O KCENNE~ ALLE E~TRIES VEP~E~CET wERet~
C
e CIESES UNTERPROGR~~M REALISIERT eIE FCRTPA~ Iv ~EFE~lE
e REAC/WRITE/BACKSPACE/RE~IND/E~DFILE/FI~C
C CURCt AUFRUF DER ENTRIES
C FEtCKS/WRITKS/EACKKS/REWIKS/E~DFK5/FI~CKS SCWIE
C RE~ODA/WRITDA FUER DIRECI-ACCESS-CPERATIONE~.
C r,URCt EINEN EINGABE-CATENßLCCK ~IRC ZUR RUN-ZEIT
C FEST(ElEGT Oß OIE I/O-OPERAIILNEN FUER EI~E CEFINIEF1E




C F.PKL~ERUNG DER AUFRUFLISTE:
C
C -IfIlES INITIALISIERU~G FLER OIE EIN~EITFN Z~ISC~E~ 1 U~C IFILES
C -ce~~~E : INTEGER-FELD CER CIMENSIGN 4 MAL I'IlES; E~THbELT CIF.
e DBN FUER eIE EINbEITEN, eIE LEeE~ ~AFROS-[E REALISIERT
C WE~OEN SOLLEN, U~C ~L~~KS S(~ST
C -CEI~(E : INTEGER-FELD CER CIME~SIeN IFILES ~Il CF~ [e~AME ZLC:F-
e OKDNETE~ D~-I~CIZES FUER FILE-SECUE~Z~U~~ER (Cl
C -SPR~(R : INTEGER*2-FELC OEF DI~E~SI(N IFILES; WERT:
C SFFADR(I)=l:EI~~EIT I REALISIERT ALS KAppos-ce I~LT)
C SFFADR(I)=2:EI~HEIT I REALISIERT ALS KAPkGS-OB I~EU)
e SPFAOR(I)=3:EINHEIT I REALISIERT ALS KAPROS-POI~lERBlOCk I~Ll1
C SFFACR(I)=4:EI~HEIT I REALISIERT ALS KAfRCS-POI~lER~LOCK I~EL)
e SfFACR(I)=5:EINHEIT I REALISIERT ALS EX1ER~E EI~~EIT,OEPE~ P\;F-
G FER UEßER OE~ MCCLL-AUFRUf bINAUS eESTE~FN ~LEI8tN
e KA~N
C SfFADRII)=6:EINHEIT I REALISIERT ALS FXTER~E EI~~EIT,DERE~ PLF-
C FER SPAETESTENS A~ ~OCULE~CE GELCFS(~1 ~IRC
C SPFADRII)=7:EINHEIT I REALISIERT ALS EX1ER~E DA-EI~HEIT IC~=
C DIRECT ACCESS), CEREN PCFFER UEEER (tS ~CCULE~CE
C HI~AUS ßESTE~EN KAN~ FALLS CS~=KSOA •••
C SFFAOR(I)=d:EI~HEIT I REALISIERT ALS EXTER~E D~-EI~HEIT, CEPEN
C PUFFER SPAETtSTENS AM ~CDULENCE GEL(ESC~T ~IR[
C SFRACR(I)=~:IDEFALLT) EI~HEIT I NIe~T CEFI~IERT
c -U~Il: INTEGER-FELD CER DIME~SI(N IFILES, CAS eIE RELATIV-
e ADRESSE DES BEGI~~S DES AKTUELlE~ SATZES 1~ JF.WEILIGE~
C OB (DßNAME,CBINOE) EN1~AELT ez~. 0 FLER E)1ER~E U~[
C NICHT DEFI~IERTE EINHEITEN BZW. eIE AsseZIIERTE VARIABLt
c FUE~ DA-EINHEITEN
C -PLfffP LOGICAL*l-fELC DER DI~E~SIC~ IFILESi=TRUE FALLS KSCC-
C AUFRUF FUER ~INHEIT I BEREI1S GE~AC~T ISlf=FALSE S(~ST
C BZW. ZUR STEUERUNG DER DB-I~CEX-ER~CEhU~( ANALOG ZL~
e ERHOEHUNG DER FILE-SECLE~Z-NLM~ER I~ FOR1F~~-REAC/~RIT~
ACHTUNG: DIE VERWENDU~G VON OB ALS OA-EJNhEI1EN BZW. ALS
SEQUENTIELLE EINHEITEN KANN NUR eURCH DIE VER~CHIEDE~­
ARTIGEN AUFRUFE (REACCA/WRITDA BZW. REAC~S/hFJ1KS) U~TER­
SCHIEDEN WERDEN.
ßE~ERKUNG: ALLE FELDER WERDEN IN REACKC BESETZT; SIE SIND
vo~ RUFENDEN PROGRA~~ NUR ALS AR8EITSßEFEICHE ZUR VER-
FUEGUNG Zu STELLEN. GESAMTLAENGE CER ZU LE8ERGEBE~CEN
FELDER: 39*IFILES + IANZ~4 BYTES
~~**~~**********~***~*******~*******~*************~***************
* ** 1.INITIALISIERUNG *
* *******************************************~********~**************
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INTEGER-FELD CER DIME~SICN IFIlES; E~THAElT FLER
POINTER8LOECKE OIE ZEIGER ZU DE~ DATENA~Ft~G RELATIv
ZU~ FELC A~FA~G
INTEGER-FELD CER CIME~SICN IFILES; E~THAElT OIE
MAXIMALEN LAENGEN FUER DIE FCI~TER-Oe
BlW. DIE A~lAhL CER FUER EINE CA-EI~~EIl FESERVIERTEN
SAETZE.
INTEGER-FELD CER LAENGE IFILES ~IT [ER ltE~GE DER
SAETZE FUER DA-EI~HEITE~
EINHEIT FUER STANCARD-EINGABE (Z.ZT.=5)
: EINHEIT FUER STANCARD-AUSGA8E (Z.ZT.=6)
MAXIMAL ZULAESSIGE EIN~EITEN NUM~ER (Z.Zl.=39;
EINrlEITEN ZWISCHE~ 40 uND 50 SIND I~ KAPFCS RESERVIERT)
REAL-FELD CER OI~ENSIC~ IANZ; FELD ~IT vt~IABLER
DIMENSICN ; IN READKO BENOETIGT ALS PLATZ~ALTER FUER
SPAETERE lID-LISTEN; FELD( IA~Z) ~IRC EBE~fALLS ZUR
INITIALISIERU~G NEU EI~ZURIC~TENCER CB eE~LTZT.
: DIMENSICN DES FELCES FELD (VARIA8EL)
FE~lEFRUECKSPRUNG: BEI KSGET/KSPLT-AUFPUFEN ~lT I'.~E.O
ODER BEI IFILES.LE.O ERFOLGT EIN
RETURN 1 MIT IFE~l=l; FALLS EINE DER EI~GElESENEN
EINHEITEN-NU~MER~ (VARIAHLE IFIlE I~ Sl~1.34) GROESSER
IST ALS IFILES (FElDUEBERSC~REI1UNG ) (CER
EI~E SEQUENTIELLE DATEI MIT Nu~~ER GROE~~ER ALS
NGRENZ VERLA~GT ~IRD, ERFCLGT EIN
RETURN 1 MIT IFE~l=2.
IN DEN ENTRIES WIRD DER FEhlERINDIKATO?
IFEHL WIE FOLGT GEAE~OERT:
=3: FEbLER BEI KAPROS-DATENUEBERTRAGUNG
=4: IQ.NE.J UND KEIN END= ••• BZh. ERR: ••• - AUSGANG
BEIM LESEN
=5: EINHEIT IFILE NICHT DEFINIERT
=6: IN EINEN POINTER-OB SCLLE~ ~EHR DA1E~ ALS VER-
EINBART GESC~RIEBEN WERCE~
=7: FErLER BEIM SCHREIBEN EINES DATE~BlC(KES
=8: FE~LER BEIM ~EUA~LEGE~ VON OB ~IT E~t(ErTE~
DB-I~CEX
=9: VERSUCH EINE SEQUENTIELLE CATEI MIT CIRECT ACCESS
ZU BEARBEITEN ODER UMGEKErRT.
BEIM LESEN: ~ETURN 2 (ERR-AUSGANG),








































































I t\ T E( ERD 13 NAME (4' tI FItf S ) , 0 tJ IN0 E( I F ILES) , Ce FF. AC(4 ) , J Fe I ~ T( 1FI l t S ) ,




C :H** It\ITIALISIERUNG DER KCt\STAt\lE/\ LNC FElOER
C








IF( IF llES.lE.'J) Gele 101
C
ce 2 I=ltlFIlES
IF ( I t\ T( I ) = 5))0 J j iJ












C **** fESTLEGEN DER NU~MER/\ UNO C~ARAKTERIS1IKA FUE~ ce L/\C


























(ALL KSGETC')BREAD,INDRE,llw(IFIlE) ,KOB,EI"S, IC)
IF(IC.I\E.J) GOTO 100
KCe=I<[8+1





c ~*~* lEST AUF EXISTENZ HZW. ANLEGE/\ CER OB





12 (ALL t<SGET(OBNAMECl,I),CBII\CECI ),DL~~y,l,EINS,I')
IF( I'.I\E.O) GOTO 100
Gcrc tC
[
15 [ALL It'dTDB( ISPRUI\,DBNAMEC1,U,OBINrJEC [),FELO,IANZ,IFC.lt\TCI),



























C **** E"CE DER INITIALISIERUNC
C









"'RITE Cr-,Fll, 1)0;3) I, CD13r...AMECJ ,I) ,J=1,4) ,Cßlt\8E CI)
GeTC ~~






































c * 2.RF.ALlSATICt\ DES P.t:FEI-LS: ~











C **** f\(R~ALE KAPRcs-ce
c
201 IFCPlFFER(IFILE)) GlJTO 2C3
c
C **** I-CCHZAEHLEN CES DB-INDEXES ANALCG ZLR SF~LENl~l~~FR
C
CP I 1\ [ E ( I F I LE ) =0 ß I 1\ [J E CI F II E ) + 1
\ol r< I TF ( t\ Fe , 1Q 12 ) I FI l E , ( r; e1\ i\ t' E ( J , I F I L E) ,J = 1 ,4 ) , ce I f\ [ E( I F I L E: )
( fll l I 1\ 1T0 ß CIS PR Ut\ , [) ENA f" EIL , I F I LF) ,c e I "D E( I F I l E) , F EL[ , 1~ hJ Z,








203 GClC (211,211,25G,25C,26C,2EO,28C,27C), ISP~UI\
C









U1\ 11 I J FI LE)=Ui'J I T( I FILE) + IA I'.l
IF (IC .Ee.O) GOTD 2900
C
C ~»~* EI\C= ••• - AUSGAI\G
C






C ~*** ERR= ••• - AUSGAI\G
C
230 IfII'.I\E.50088.A~C.I'.NE.5~(98) GOlD 2~C





C »*** 5CNSTIGE FEHLER
C





















C **** FUER EXTER~E SEQUENTIELLE Ell\HElTEI\
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c
260 IF(~LffFRIIFILF)) GUTe 261
c t\ Ll t< sec I I S PR,1j' ~ - ~ , I F I L F , t 1 , ClJ ~ t-' 'h I (~ I
IFIH.~[.O) G'JTO 2c5
PLFFFF(IFILE)=TRUF





















C i ***>: l( ******'i' ll< ;1 " ,,; '* ,', ...:. x ,. 'o' ,> ~, ~, ,,: '* ,~ ,., ~ r,. ~, x' * .~ '" ,:' *T' '* *,'. ,:: XI ~, y, " ,; " ,; >: :1,0 ", ,: *,... l(. ".-. ~, ~, )!. XI ' "
C -n.











c ~*** FUER KAP~OS-C~
C




C :rl :<- 1(1 * FLE~ EXTE K~H: S E(J (J Hd I cLLEE I M' FIT Ef\
C





















C **** FUER KAPKOS-CB
C
410 U~Il(IFILE)=EINS
IF( .~Cl .PUFFEKl IF ILE» PUFFER( IFILE) =TRUE
GCle 2S0C
c
















































C **** ~eC~ZAEblE~ CES C~-INDEXES ANAlCG ZLR SE~LENZ~l~~[R
C
601 IF(PLffER(IFILE» GOTO 602
W~ITE(~FC,lJ12) IfILE,(DeNA~E(J,IFILE),J=1,4),rBI~[E(IFIL[)
OBI~CE(IFILE)=OBI~OE(IFILE)+1















c VORS1EbE~CES STMT ~IENT lU~ ZWANGSWEISEN AßeRUCb EEI I'.NF.J
602 GCle (61C,61C,bZO,62C,630,2800,2800,27SC), ISPRGN
c






UJ'd 1 ( lF. I LEt =UN Ir ( I FILE) tI 1
IF(IC;.t\E.J) GOTI) 616
6t2 IF( 12.LE.J) GOTO 615








CALL t< sec e+1 , I!,J )
IC-:=C
(~. CTC i c; C:)
c









C **** FEAKTION FALLS ANZAHL CER zu SC~REleE~CEI\ wOF.F1ER GRCESSER




I F ( H • f\ E.0) GIJT 0 623













C ~*** FLER F-XTERNE SEQUENTIELLE EIf\HEITEf\
C
630 IfCFLFFER(IFILE» GOlD t32
C~LL KSOD(ISPRU~-:,IFILE,t1,DUM~y,IQ)
IFCI'.~E.O) GOTD 630









C * *C * 1.REALISATICN DES BEFEhLS: *












C **** ~CRMAlE KAPROS-OB
C

















730 IF( IC.f\E.5J088.ANC.I(;;.t-JE.5CC98) GOIO 74C















c ~**~ FLER POINTER-OB
C
750 IH .. f\(T.PUFFE~(IFILE)) GOTe 745
KC~=Cf\ASS-l)*LRFCL(IFILE)tl




F H C ( I )=ANFANG( J+ I)
Cef\THLE
Uf\ I T CIF ILE )=NASSt IANZ/ (lRECL CIF IlE)t 1) +l
GeTC ~900
*~** fUER EXTERNE CA-DATEIEN
**** fUElLEN DES FELDES
























































































C **** FUER NORMALE KAPROS-DB
C
~10 KCe=(~ASS-l)*lRECl(IfIlf)+l
























IFIJi IANl.GT.IPaI~T(IFIlE)-l+Ilw(IFILE» GeTe <;23





( t*** ~EAKTION FALLS ANZAHL CER lL SCHREIEEI\DEI\ ~OErlER GRCES5lR
C ~~~~ tLS VEREIN~ARUNG DES PCINTERBLOCKS (~ANCLuNG I~ ~CR~ALEI\ CB)
C
q23 CHL I<SeHP(f1ßNA"'1E( 1, IFILE) ,CBINDE( IF ILE), IC)
IF(IC.I\E.O) GaTa "23













C **** FLER EXTERNE CA-DATEIEN
C






























1001 F(R~tl('0',31('*')/' * FEt-LERCODE lQ=',18,' It\ RE~CKC *'/
1 ' ',37('*')/'C')
1002 FCRtJtlT('O',42('*')/' * IFIlE=I,I8,' GROESSER tlLS lfILES:',
1 12,' *'1' ',42(1*')/'0')
1C03 FCRt-'tll(lO',53C'*I)/' * FEHLERCODE IQ=',18,1 IN REtl[KS "
1 'FUER EINHEIT ',12,' *'1' ',53('*')/'01)
1004 FCR~tll('O',36C'*')/ 1 * EINHEIT ',14,' t\ICt-T It\ITI~lISIERT *'/
1 ' ',36C'*')/'O') ,
1G05 FCRfJlTPO',81(1*I)/' * FEHLER BEI INITIAllSIERLNG [ES oe "
1 'FUER EINHEIT ',14,' ,FEHlERCCDE I~=',I8,' *'/
2 ' ',8U'*')/'0')
lC06 FCfl~tl(lO'I'0',65('*')/'*',T66,'*')
lC07 FCR~tlT(' * EINHEIT ',12,' REALISIERT ALS t\CR~AlER CE: "
1 4A4,2X,14,T66,'*')
lC08 F(RtJ~l(l * EINHEIT 'eI2,' REALISIERT ALS PCIt\TER CE:',
1 4A4,2X, 14,T66, '*')
1C09 FCRtJ~l(' * EINHEIT ',12,' REALISIERT ALS EXTERt\E El~t-EIT "
1 T66,'*')
1elO FCF,..tH' *',T66,'*'I' ',t5('*')/'G')
lCll FCR,..tlTC'O',59('*' )/, * "EGEt\ ZU KLElt\E~ KEFNSFEICHE~ wIRO "
1 'EINHEIT ',12,T60,'*'/' * STATT ALS PClt\TER-[E A,LS "
2 'NORMALER (B REALISIERT' ,T60,'*'I' ',5GC'*' )/'0')
1e12 FCFt-tl(lO',7U'*')/' * EINHEIT 'eI2,' t\Ut\ REAlISIEF1 ALS "
1 'OB: ',4A4,' ~IT INDEX :',I4,T72,'*'/' ',71C'*')/'0')
1013 FCR~tlC' * EINHEIT ',12,' REALISIERT ALS O~-Elt\HEIT',T66,'*')
1014 FCFtJ~l (1O' ,76(1*')J' * EINHEIT' ,12,' IST SEQUENTIEll Ut\D CARF "
1 'NICHT Ir~ DIRECT ACCESS BENUTZT WERDEN',T77,'*'/' ',7e('*')
2 /'0')
1015 FCRPI,IlT('O',7U'*')/' * EINt-UT ',12,' IST CA-C,IlTEI LI\D C~RF "
1 'NICHT SE<;;UENTIElL EEARBEITET WEKOEt\',T72,'lO'/' ',71('*1)
2 /'0')
lC16 FCR~,Il1(,O',7l('*')/' * FIlEt\Ut-'~ER ',12,' fLER SEQUOIIElLE "
1 'DATEIEN ~ICHT ERlAueT (GROESSER t\GRENl )',1'12,'*'/
2 ' ',7U'*')/'CI)
lC17 FCR~tl('O',7l('*')J' * FILEf\UfJMER ',12,' FLER CA-Ct1EIEt\ I\ICt-1 "
1 ' fR LA UB TI tT 12, '* '/' ',71 (' *' )/' 0 I)
lCI8 FCR~~l(1C',7l('*')/' * PUFFER FUER DA-Elf\hEIT ',12, ' t\IChT "
1 'EROEFFNET ODER eEREITS GELOESCt-TI,172,'*'/' ',7U'*'U'C'J
lC1<:i FCRM,Il1(10',7U'*')/' * DATEt\BLOCK FUER EINf-;F.:IT ',12,' NICI-'T "







c **** LI\TERPROGRAM~ ZUM INITIALISIEREt\ VOI\ Cß JE NA(~











11 GrTC (45,l5,l3,l8,lCC,LCO,lCO,lCC,lI.iC), ISPRU~
C
C ~*~~ ~(R~ALE KAPRCS-CE (~EL-A~lEGL~G~
C
15 11=IHIIANZ
I 2,::~( C (I lW, I ANl ~
KCE=l
ce lt J=l,Il




IF ( I 2 • EC" 0) Gl) r J 45
CAII I< SP UT ( De !'J AN1 E ,0 BIN [) E , F ElO , K[) P- , I 2 , I ~ )
IF( IC.~E.O) GOF) IJJ
Gel( l5
r







C 4~** ~FUANlEGEN EIl\bS PCII\TER-OE
C
2 J CAll. I< SGETr ( 0 cl NA 1-1 E ,OB I r'J 0 E , I ZVI , A1\ F A1\ G , I F(j I ~ T , I , )
GeTC 22
2 1 CA l L I< SP UTP ( 1)'1 r'J!\ ME, DeI NO E , I lVi ,A NFA~G , I F() I ~ T , I C )
22 IF(IC.Ll.;), G;JTD 40
IF(H.EQ.') GOTD 45
c
c *~** f<EAKTII1~, FALLS KF:II\ PLATZ FUER. PCII\TER-CE
C



















C *~** ~ILFSPROGRAMM ZUR BENUTZUNG VCN CEFI/CINF
C .*** ALTOR: G.ARNECKE,I~R,TEL. 2475
C **~* lP WANDELT DIE EINHEI1EN~U~~ER ~U~I=XX U~ IN


















1. Job control Karten
2. Modul MYTEST
3. Ausdruck auf Standsardausgabe-Einheit
IIINRS8cR~ JOB (J986,lOI,P6M2E),~UEF~ER,REGI[N=3COK,1IME=1,Cl~SS=~















*~~I(X CE~=I~IT KAPROS REAC,T'tP=CARO,F~~=PRCLM
2 'REACKS 1 OßALT' 1 1 39 15
1 1,~CCEfCI0
3 'RE~CkS ~ PDBALT' 1 3 39 15
Xe 1 Jll $
*KSICX ce~=FEACKS 1 OBALT ,T'tP=CARO,P~~=KE1T
'EI~~fIT 2 REALISIERT ALS ~DB SEC.NUM. 1 I~ITIALISIERT'
2~*'F.l"f-"EI12'
* 1:4 $
*kSIOX [E~=RFAnKS 4 POBALT,TYP=CARO,F~N=PROLM









c ~~~** lESTPROGRA~~ FUER SUBRO~TI~E REACKC
(

















GI5 FCR~tl('O'/'OENDE DER It\ITIALISIERUNG')
C
C ~~~~* lESEN DES JEWEILS ERSTEt\ SAlZES JECER [AlEI
C
~~ ITE (~FC,916)
916 F(R~Al('o'/'orEST veN READKS - LESEN DER ERSTEt\ 3 RE~CRCS',
1 ' JEDER DATEI'/'C')
e~ll FEADKS( 1,&15,&15,FElD, IANZ)
15 (ALL REACKS(2,&11,&11,FElD,IANZ)
wRITE (~FG, 90 1) (F El 0 (J) ,J= 1 , I AN Z)
(ALL REACKS(3,&11,&II,FELD,IAN2>





















FCR~'l('O****** FEHLER (OER EOF VERURSAC~T AEERUCH'I'O')
E"C
- 39 -
J f\ I T I All S JE PUNG
*~~6**~~~~~~******~*~*~******~************~~********** *t~~****.~*
* *
* fIr'\f-<E1T REALISIEKT ALS DA-Elt\HEIT *
* fIr'\HEIT ,REALISIERT ALS NCRMAlER CE: REACKS 1 [fALT 1 *
* FI~HEIT • REALISIERT ALS PCINTER OE: REACKS 4 PCDAll 1 *
* **~****~*~*~~**~****************************~************~~*******
Ef\CE CER I~ITIAlISIERUt\G
T~ST V(~ REl[KS - lES~N DER ERSTE~ 3 REKORCS JECER C~TEI
*~**~*~~**~~*****************.************~********~~**~~~~*~.**~~**~**
* EI~HEll 1 IST DA-JATEI UNO DARF NlebT SE~UE~TIELl ~~AREEITET ~E~CEN*
*~******~*t******~~***~*******************************~~****~****.**~
E]~H[IT 2 REALISIERT ALS NOß SE~.NU~. 1 INITIl\LISIHl
EI~HEIT • FEALISIERT ALS POß SEC.NL~. 1 I~ITIALISIHl
*~********~*********~********~******
* Erf\HEI1 11 NICHT It\ITIoLISIERT *
*~*~**~~*~~~***~*********~*****.****
