Environmental data are critical to understanding environmental phenomena, yet their consistent collection and curation can be cost-prohibitive. This paper describes a recipe for the design, development, and deployment of a low-cost environmental data logging and transmission system for 
INTRODUCTION
It is generally accepted that to understand and address environmental phenomena, environmental observations are required (Baker ) . While important, it is often very costly to install and maintain systems that collect environmental data at high spatial and temporal resolutions; thus cost is a common barrier to exhaustive environmental monitoring. This barrier affects many organizations including researchers, educators, and government agencies around the world. For example, more than 200 USGS gauging stations have been recently discontinued, with dozens more threatened with the same fate due to funding issues (US Geological Survey ).
High costs are especially problematic when sensors are deployed for a brief time period, in a high-risk environment, or in developing countries with limited resources. A shortterm investigation of an area requiring several nodes may be needed for an environmental model calibration (Quinn et al. ) . In these cases, an investment of several thousand dollars for equipment to be used only for short-term deployments may be infeasible. When several nodes are needed, costs, and thus infeasibility, rise quickly (Younis & Akkaya ) . Another example where the expense of sensor systems may be an especially significant barrier is when the equipment is likely to be, or intended to be, destroyed (Oliveira & Rodrigues ; Kean et al. ) . A final example is the collection of data in developing countries where the capital required to invest in expensive monitoring and telemetry equipment may be in short supply (Basha & Rus ) . For In addition to hardware costs, difficulties with the interoperability can threaten the value of environmental data. As science becomes increasingly data-intensive and collaborative, the need for easily shareable data grows as well (Michener et al. ) . The ability to share heterogeneous data from a variety of sources can be greatly enhanced through the use of data structure and sharing standard formats (Giuliani et al. ) . While the importance of data sharing is generally accepted and can be facilitated through industry standards, in many cases the effort needed to make data shareable is a considerable hindrance (Borgman ) .
Lower financial and technical barriers for data collection have increased the amount of data that can be affordably collected (Henson et al. ) . Recently, plans for managing and sharing data collected for research have become heavily emphasized by funding institutions such as the US National Science Foundation (Tenopir et al. ) .
The effective and creative use of newly developed and more affordable technologies to increase the spatial and temporal resolutions of environmental data is an active area of research (Newman et Our goal is to improve upon the methods used in the cases above for managing and sharing collected data. To improve the management and shareability of the data collected by low-cost systems, our system automatically inserts observed data into a customized, OGC-compliant CUAHSI HydroServer (Kadlec & Ames ) . This approach leverages the capabilities and standards of the relatively mature CUAHSI hydrologic information system (HIS) (CUAHSI ). Hence this solution provides a lightweight, low-cost connector that could be used to automatically ingest data collected by existing and future low-cost data collection systems into a federated, standards-based software system for sharing time series data. The remainder of the paper describes the methods used to develop a low-cost data logging and transmission system configured to automatically input collected data into a HydroServer -including a recipe for others to follow to create a similar system. We also outline methods for testing the success of the hardware, the interoperability of the data, and, the ease-of-configuration of the hardware. The results of each of these assessments are given, followed by a brief conclusion.
METHODS

Hardware
In selecting hardware components for the environmental data logging and transmission system, our primary aims were to build a unit that was self-contained, low-cost, and relatively easy to build (e.g. with minimal soldering). The module also had to accommodate the automatic ingestion of collected data into the CUAHSI HIS. These criteria guided design decisions. The two main electronics components we used were an Arduino Uno and a SIMCOM SIM900 Quad-band GSM GPRS Shield. These are shown in Figure 1 along with the case, temperature and humidity sensor, and solar power system we used.
We chose the Arduino Uno (Arduino ) as an easy-touse and inexpensive prototyping platform. We initially used a DHT22 temperature and humidity sensor, and later made the system compatible with SDI-12 (serial data interface at We chose to use the cell phone network to eliminate the need for expensive long-range radio telemetry, and to avoid the spatial limitations of short-range radios like Zigbees; the system need only be deployed in a location with cell phone coverage. Furthermore, cell phone coverage is spreading rapidly everywhere, including in developing countries which could greatly benefit from low-cost sensor and datatransmission systems (Thomson et al. ) . For power, a 6 W solar panel with an accompanying 4,000 mAh lithium ion battery were purchased for a total of $88 USD. This constituted the largest portion of the total cost.
Software
To automatically insert the collected data into our custom HydroServer, an HTTP GET request is transmitted over 
Implementation recipe
This section is an implementation guide for the system describing the HydroServer installation and giving step-bystep guidance for the hardware configuration. To use the PHP based HydroServer, the primary requirement is basic web-hosting with access to a MySQL database and permissions to run PHP scripts. Once proper hosting is acquired, the HydroServer source code must be downloaded and copied onto the webserver domain. The source code and details about installation and configuration for use with the hardware in this paper are available at the project's CodePlex site (HydroServer Lite ).
Regarding hardware, we used two independent but similar configurations. Our first test case used the DHT22 sensor and secondly we used the SDI-12 pressure transducer.
Assembling the system hardware was relatively simple, requiring minimal soldering and very few tools (i.e. drill, soldering iron, solder, pin-wire connector, male-to-male jumpers). All of the parts were purchased online and are listed, excluding sensors, along with their prices and online purchasing locations in Table 1. Table 2 lists the same information for the two sensors we used.
The hardware system can be assembled in six steps:
1. Attaching the GPRS shield to the Arduino.
2. Preparing the weatherproof box. 3. Connecting the sensor to jumpers/wires.
4. Wiring the sensor jumpers to GPRS shield via the minibreadboard.
5. Uploading sketch (custom source code) to Arduino.
6. Connecting the system to power source. This change, more detailed instructions, pictures, and all the sketches that we used can be accessed on GitHub (Sadler ).
To adapt the Arduino code for a specific use, several variables in the sketch must be modified. These variables are all included in the HTTP GET sent by the GPRS shield. A proper request includes the URL corresponding to the desired HydroServer, the source id, the site id, and the variable id. It is noted that, although all the correct parameters (URL, source id, etc.) would be required for a malicious or negligent data entry into the system, there is no explicit authentication for the submission of data with the current configuration.
The final step is to connect the device to a power source.
With the DHT22, we used the solar power device from voltaic systems (see Table 1 ). The panel and battery are easily connected with the adapters included with the shipment. The Arduino connects to the battery using the same A/B USB cord that connects the Arduino to the computer.
To set the battery to 'always-on' mode, the proper setting for continuous monitoring, we pressed and held the power button for 6 s. With the pressure transducer we used a wired power source. While the DHT22 sensor was powered directly from the Arduino board, the SDI-12 required an external power supply. In this case, we used a wall-wart to power the rails on the breadboard. The rails then powered jumpers from the sensor and wires connected to a 2.1 mm center-positive plug inserted into the Arduinos power jack (see Figure 4) .
Hardware testing
Three deployments of the system were conducted to demonstrate proof-of-concept of the low-cost environmental sensor, the link to HydroServer, and the interoperability of collected data made possible by web services. Each deployment took place in Provo, Utah, USA and in each deployment, data were collected every 15 min. In the first two deployments, the data were transmitted every hour but in the third deployment the data were sent every 15 min. After each deployment, the transmission success rate was recorded and reported. In the first deployment, the sensor system was deployed on the side of a building where temperature and relative humidity data were collected using the DHT22 sensor. The deployment was powered using the solar panel and battery described above. In this deployment, the collected data were received by the webserver and simply saved to a text file.
In the second deployment, the sensor system was placed on the roof of a three-storey university building on the Brigham Young University campus. As in the first deployment, temperature and relative humidity values were collected by the DHT22 sensor and the unit was powered by the solar panel and battery. Unlike the first deployment, however, the data in this deployment were inserted automatically into the ODM and thus were made accessible in HydroServer.
The third deployment was conducted on the Provo
River. There, the water level in a stilling basin was recorded by the SDI-12 pressure transducer. The location was the Harbor Drive gauging station in Provo run by the Central Utah Water Conservancy District (CUWCD). The sensor used by the CUWCD is a guided-wave radar level sensor, and their data is transmitted via radio. In this deployment, the low-cost sensor system was powered using the CUWCD power source. The values collected and transmitted by the CUWCD were compared with the values collected by the system presented in this paper as a method of proving validity.
Data interoperability testing
To validate the open hardware/open software interconnectivity via custom PHP scripts and the HydroServer ODM database schema used in the second and third deployments, data search and discovery tasks were performed using two distinct data access systems: HydroDesktop and the open source geographic information system, Quantum GIS (QGIS ).
HydroDesktop was used to test WaterOneFlow and WaterML 1.1 web services access to the collected data. With the WSDL URL of the HydroServer, HydroDesktop was used to gather the metadata on the server including the Harbor Drive metadata (site geolocation, variables collected at the site, etc.). Once the metadata were gathered, the sites were discoverable data sources within the program.
The Harbor Drive site was discovered and represented as a point on an online basemap using the HydroDesktop search function based on spatial extents, variable, and time frame 
Usability testing
To test the usability of the system, data from a user survey were gathered from a K-12 teacher's workshop. In the 105 min workshop, 16 teachers were organized into four groups and were given instructions and materials to assemble a temperature/humidity sensor system. At the end of the workshop the teachers were given surveys. Fourteen of the 16 teachers returned the survey. Eight of the teachers taught high school classes (grades 9-12) and six taught in middle schools (grades 6-8). All but one teacher indicated that they regularly taught sciences and one answer was left blank. The survey questions were focused on competence, difficulty, perceived educational value of the technology, interest, barriers, and applications in the classroom.
RESULTS AND DISCUSSION
Results of the hardware, data interoperability, and usability tests described above are provided in this section.
Hardware testing results
First deployment
The first deployment shown in Figure 5 was conducted over a 10-day period during which 1,696 data points were collected and transmitted via HTTP request to the webserver. The data, including the timestamp, were stored in a text file on the webserver. With ample sunlight on these days, the sensor was able to collect and transmit data without losing power throughout the test period. A graphical representation of the temperature and humidity data is shown in Figure 6 . After retrieving the data, we noticed that the temperature values were invalid when the temperature was below zero, due to a problem in the library we used. That said, we were not overly concerned with this because the focus of this deployment was not on the actual environmental data collected by the sensors.
Rather, we focused on the success of the data logging and transmission and the interoperability of the data once received on the server. In the 10-day period, there were 30 instances in which the data were not successfully transmitted to the server. This is a transmission success rate of 96%. Of the 30
instances, a failure in consecutive hours only occurred three times. As an attempt to address this issue, a redundancy was written into the Arduino code. With the redundancy, at each hour the GPRS modem transmitted the data for the past 2 h. In this way, each set of data was transmitted twice in case of a problem with one of the connections.
Second deployment
The second deployment was conducted over a 22-day period in which 4,248 data points were collected for both relative humidity and temperature. Only eight transmission failures occurred out of the 2,132 attempts. This corresponds to a 99.6% transmission success rate. This increase in success rate, 96-99.6%, suggests that the redundancy was effective.
The data in this deployment were successfully inserted into the MySQL ODM and were thus accessible by HydroServer and the CUAHSI HIS. A graphical representation, produced by HydroServer, of the data collected in the second deployment is shown in Figure 7 .
Third deployment
The third deployment was conducted over a 40-day period in which 3,380 data points of stream level were collected. The overall transmission success rate for this deployment was 88.16%. In the 40 days, the transmission stopped twice and needed to be manually reset. These two periods of no data Successful data discovery using Quantum GIS is illustrated via the software screen capture shown in Figure 12 .
Here, we registered the WFS feature data end point within 
Usability workshop results
The usability workshop gave some insight into the difficulties in assembling a low-cost hardware system for environmental data collection. In the usability workshop survey both quantitative and qualitative questions were used. The quantitative questions were based on a six number scale (1-6). On the scale, one corresponded to 'less confident', 'less difficult', 'less interested', and 'less valuable', and six to 'more confident', etc. Because of the small sample size we cannot draw any quantitative conclusions;
however, some qualitative results were interesting. Perhaps 
CONCLUSIONS
Hydrologic data logging and transmission hardware as well as software to curate and make collected data shareable can be prohibitively expensive. Often data interoperability is a problem. This paper presents a solution including a recipe and test cases using open hardware for data logging and transmission and the automatic ingestion of its data into 
