Abstract
Introduction
In software engineering practice, software quality enhancement activities may involve additional software design and code reviews, automated test case generation for extensive software testing, verification and validation, and re-engineering of low-quality software modules. However, generally the resources allocated for software quality enhancements are usually only a small fraction of the total budget allocated for the software project. Therefore, it is of practical importance that the software quality team utilizes the limited resources allocated for software quality improvement in the best possible way. An effective way to do so is to identify (prior to system operations) software modules that are likely to have more faults, and subsequently, expend the limited software quality improvement resources toward those modules. A software module is the lowest level of software for which we have data [1] .
Software quality is defined as the degree to which a software component or system meets specified requirements and specifications. It is measured in terms of characteristics such as maintainability, reusability, etc. With the complexity of software systems on the rise, there is an increasing need for measuring such quality characteristics at an early stage of the software development cycle but this is not possible before the system is deployed and used for a certain period of time. However, a software system has attributes that can be used as good indicators of its quality characteristics. For example, reusability is one software quality characteristic that cannot be directly measured and complexity and volume are software attributes that can be measured and used as indicators of it. Several metrics have been proposed for measuring software attributes [2] . To determine software quality, quality metric models have been studied by many researchers. This research selects six attributes with 27 sub-criteria in ISO/IEC 9126-1, which is the revision of 1991 version (ISO/IEC 9126, 1991). ISO/IEC 9126-1 defines terms for the software quality characteristics and how these characteristics are decomposed into sub-characteristics. ISO/IEC 9126-1, however, does not describe how any of these sub-characteristics could be measured. To address this issue, three more parts are extended: ISO/IEC 9126-2, ISO/IEC 9126-3, ISO/IEC 9126-4. ISO/IEC 9126-2 defines external metrics which measure the behaviors of the computer based system that includes the software. ISO/IEC 9126-3 defines internal metrics which measure the software itself. ISO/IEC 9126-4 defines quality in use metrics which measure the effects of using the software in a specific context of use. However, a drawback of the existing international standards is that they provide very general quality models and guidelines, but are very difficult to apply specific domain [3] . DeLone and McLean [4] become aware of the complex reality that surrounds the identification and definition of the IS success concept. They organize the large number of studies on IS success and present a comprehensive and integrative model [5] .
In this paper, we propose a quality model for software. For this process, we extract some quality factors to fit on the system software from the exist quality such as DeLone and McLean model and ISO/IEC 9126. The main advantages of our approach are; (1) Reusable system software quality requirements specifications to extract attributes from exist quality model. (2) A systematic transformation of software quality requirements to architecture and representing them as quality model elements. (3) Reuse of quality model knowledge, i.e. existing factors, attribute, and their correlation for system software quality evaluation.
The rest of the paper is organized in five sections. Section 2 provides a general description of the DeLone and McLean model, and ISO9126 quality characteristics. Section 3 describes the proposed attributes from exist quality model using DeLone and McLean model, and ISO9126 quality. Section 4 provides system software quality model. Finally, Section 5 summarizes findings, draws some conclusions.
Literature review

DeLone and McLean model
The DeLone and McLean model is an important contribution to the literature on IS success measurement as it was the first study to impose some order in IS researchers' choices of success measures. The model is based on theoretical and empirical research conducted by a number of researchers in the 1970's and 1980's. To construct the model, DeLone and McLean reviewed 100 papers containing empirical IS success measures published in seven publications during 1981-1987 [6] . DeLone and McLean yielded six distinct aspects of information systems success: 'System Quality', 'Information Quality', 'Use', 'User Satisfaction', 'Individual Impact' and 'Organizational Impact' [7] , represented by the following the dimensions [6] :
• System Quality: measure of the information processing system itself 1. The IS researcher has a broad list of individual dependent variables to choose from. 2. Significant reductions in the number of different dependent variable measures are needed so that research results can be compared. 3. There are too few MIS field study research attempts to measure the influence of the MIS effort on organizational performance.
4. MIS success is a multidimensional construct and it should be measured as such.
Later, DeLone and McLean [9] introduced an update to their IS success model. The main changes concerned quality, and service quality was included in the model. Indeed DeLone and McLean note: "As discussed earlier, quality has three major dimensions: information quality, systems quality and service quality". They also added 'Intention to Use' to the model. Finally, they removed 'Individual Impact' and 'Organizational Impact' and replaced them with 'Net Benefits'; further, they added feedback loops to 'Intention to Use' and 'User Satisfaction' (see Fig. 1 ) [10] .
ISO/IEC 9126
The state of the art in software technology does not yet present a well established and widely accepted description scheme for assessing the quality of system software. Much work has been done since about 1976 by a number of individuals to define a software quality framework. A quality model is defined as the set of characteristics and the relationships between them, which provide the basis for specifying quality requirements and evaluating the quality [11] . Quality measurement has also matured to the point at which a standard has been defined for this activity. The ISO standard for software quality measurement defines the characteristics of software quality as: functionality, reliability, usability, efficiency, maintainability and portability [12] . The ISO 9126 is part of the ISO 9000 standard, which is the most important standard for quality assurance. In this model, the totality of software product quality attributes is classified in a hierarchical tree structure of characteristics and sub characteristics. The highest level of this structure consists of the quality characteristics and the lowest level consists of the software quality criteria [11] . An attribute is a quality property to which a metric can be assigned, but not all attributes have to carry a metric. According to the complete list of the ISO9126 quality model depicted in Table 1 , there are six major criteria, namely functionality, system reliability, usability, efficiency, maintainability and portability, along with their associated sub-criteria [13] . Functionality expresses the ability of a system to provide the required services and functions, when used under specified conditions, while reliability is an indication of the confidence that the software will live up to the expectations. Usability indicates the understandability of software as well as the easiness to learn and operate it. Efficiency is related to the performance of software and maintainability to the means provided by the software to be tested, upgraded and customized. Finally, portability indicates the level of adaptability/installability of a software product to different environments, as well as its conformance to related standards [13] .
An attributes for system software quality
There are many things to consider attributes fitting on system software quality. However it is not enough to have criteria from existence research. We extract criteria for system software quality using DeLone and McLean model and ISO9126 qualities. Table 2 shows the propose attribute in this research. It consists of four criteria; System Quality, Information Quality, Software Process Quality, and Security Quality, and is defined below.
System Quality Maintainability:
Maintainability is "a set of attributes that bear on the effort needed to make specified modifications" [11] . Reusability: the degree to which a system can be used in more than one system component, or in building other components, with little or no adaptation [14] . Testability: a set of attributes of system that bear on the effort needed to validate the system [14] .
Operability: Indicates the level of effort required by re-users to operate and administer the system. In addition, it evaluates the effort required to customize the system [13] . System overhead: System overhead evaluates the system resources required to run the system process. It is very essential and coupled with response time it can give a complete picture of the original system process performance. It targets to identify components with high performance levels but very resource-demanding. It also includes Memory Utilization (RAM), Processor Utilization (CPU), and Disk Utilization [13] . Changeability: It denotes the easiness and the effort required to modify the system [13] . Generally, the system components can be upgradeable. Efficiency: Efficiency is "a set of attributes that bear on the relationship between the level of performance of the system and the amount of system resources used, under stated conditions". The efficiency of the time and resource behavior is distinguished. The time behavior describes for instance processing times and throughput rates while resource behavior means the amount of resources used and the duration of use [11] .
Information Quality
Navigability: This sub-criterion refers to the ease of users' quick and efficient access to information. It can be measured through criteria such as having alphabetical and subject-based table of contents, and the ways of accessing to information [11] . Correctness: Evaluates the degree of data or information to return correct results. In addition, it evaluates the quality of the results, for example their precision and their computational accuracy. Accuracy: Accuracy means that the results or application's behavior is correct [11] .
Software Process Quality
Functionality: This sub-criterion indicates the ability of software to perform according to its specifications. It measures the level to which the services and functions of the software satisfy the users (software developers and re-users). In addition, the functionality characteristic attempts to evaluate the ability of software to be reused (interoperability) and its ability to offer secure service according to user needs. It directly matches with the functionality criteria of ISO9126 but with different sub-criterion [11] . Reliability: Reliability is "a set of attributes that bear on the capability of software to maintain its level of performance under stated conditions for a stated period of time" [11] . Usability: Usability is "a set of attributes that bear on the effort needed for use, and on the individual assessment of such use, by a stated or implied set of users" [11] . Portability: Portability is "a set of attributes that bear on the ability of software to be transferred from one environment to another" [11] . Traceability: It refers to the software capability for exploring the correctness of the information processing in different stages of a process. This characteristic is merely used in the application; it is used for tracing the system operations such as order placement or payment [11] . Availability: It refers to the extent to which the software is available for users whenever the system is required [11] . Customizability: It refers to the software capability in accordance with the users' need and the increase in their satisfaction when using the software [11] . Adaptability: the ease with which a system or software can be modified for use in applications or environments other than those for which it was specifically designed [14] . Understandability: the degree to which the meaning of software is clear to a user [14] . Interoperability: This is the most important characteristic of software since it designates the ability of software to be reused [13] . Completeness: Expresses how well the software fits the user (re-user) requirements and whether it offers the service advertised at a satisfied level or not. It attempts to give an overall idea of the level to which the software covers the needs of the users in terms of services offered [13] . Transactional: Indicates whether the software supports transactional processing and whether it can be used in transactional applications. Transactional software should be able to rollback all changes if a transaction fails [13] . Usability: The Usability characteristic attempts to evaluate the easiness to learn how to use and ultimately how to incorporate the software into system, and also to indicate the presence and quality of help materials that will facilitate this process. This characteristic represents the most prominent example of the difference in meaning between software quality models (i.e., ISO9126). The difference lies to the fact that the end-users of original software are system architects and developers, whereas the end-users of traditional software are the people that interact with them. Although most of the sub-characteristics remain the same in terms of naming (only understandability is renamed to help tools) the meaning and the attributes are somehow different [13] . Learnability: This attribute indicates the time required for a user to learn how to use, configure and administer software. A user in this case is considered a software developer of average experience and knowledge (i.e., a user that is not at the trainee stage, has been involved with several projects in the past, but at the same time cannot be considered as a matured development leader in terms of knowledge and experience) that re-uses the original software. It is noted that this attribute does not apply to the original developers of the software completely since they are not the ones to evaluate it. However, learnability is a quality characteristic that has to be seriously considered by original developers when developing software since it will highly contribute to the overall acceptance of their software [13] . Identifiability-reachability: This sub-characteristic denotes the ability of the software to be identified (discovered) and retrieved for usage. This sub-characteristic touches upon issues like directory listing, software categorization, and explainability of the software. It is directly related to the quality of the documentation provided by the software vendor. It is noted that this subcharacteristic depends heavily on the software vendor, but it affects the quality of the software in a broader context [13] . Error Prone: It examines whether the original software is susceptible to system errors and it addresses the frequency of the errors and their relative importance. Also, it denotes whether the software errors can result to a complete software system failure [13] . Error Handling: It denotes whether the original software can handle errors and refers to the mechanisms used to handle these errors [13] . Recoverability: It designates the ability of software to recover when errors occur (fault tolerance).
In addition, it indicates the level of efficient recoverability, i.e., whether data is lost, or whether the software failure will result to a system failure [13] . Suitability: Suitability means that the functionality of the application fits the needs of a user to fulfill a certain task without overwhelming the user Security Quality Access Control: Indicates the presence of access control mechanisms like authentication and authorization in accessing the services of system [13] . Resistance to Privilege escalation: It examines whether a security flaw in the software can result to privilege escalation and hence to a system security breach. Recent events, for example security flaws in Microsoft side technologies (buffer overflows, cross-site scripting), indicate that this is a very important attribute that should be part of a quality framework [13] . Auditing: Designates whether auditing mechanisms are implemented by the software in order to record user access to the system and associated data handling. Auditing includes tracking unauthorized access to the system as well as reporting/tracing of the users actions [13] . Data Encryption: It expresses the ability of the system to offer encryption services to protect the data it handles. This is vital in mission critical systems but it is becoming more and more important for other conventional systems as well [13] .
System software quality model
Through this attributes for the system software (Table 2) , we make a quality model as shown in Fig.  2 . Figure 2 . Propose the quality model for system software All the criteria, System Quality, Information Quality, Software Process Quality, and Security Quality, is correlated each others. And finally, they affect User Satisfaction and System Satisfaction of the system software.
• User Satisfaction: It measures the level to which the system meets the re-user requirements who acts like a broker of end-users. It is noted that this attribute can only be measured by the re-users (software architects or developers) and not by the system provider. Thus, it might not give direct guidelines to system providers as to how to build quality system. Satisfaction level works on a scale of 5 values having 1 as ''Not satisfied at all'' and 5 as "Completely satisfied" [13] .
• System Satisfaction: It expresses the level to which the system offers everything required for the service advertised. For example, if the system provides a calculator service then it has to be evaluated on the number of calculator functions that are implemented. This attribute is measured by the ratio of the number of functions desired by the user to the total number of functions provided by the software [13] .
Conclusion
In this paper, we propose quality model for system software. For the model, we extract criteria from ISO/IEC 9126 attributes and DeLone and McLean's quality model. The major quality consists of 4 criteria; System Quality, Information Quality, Software Process Quality, and Security Quality. All the criteria have many sub-criterions for their characteristics. And the criteria affect User Satisfaction and System Satisfaction of the system software. The main advantages of our research are; (1) Reusable system software quality requirements specifications. (2) Identification and offer a systematic transformation of software quality (3) Reuse of quality model knowledge, i.e. existing factors, attribute, and their correlation for system software quality evaluation.
