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Tato diplomova´ pra´ce vznikla z d˚uvodu vytvorˇen´ı rozsˇ´ıˇren´ı pro experimenta´ln´ı zobrazo-
vac´ı stroj CSSBox o podporu skriptova´n´ı v jazyce JavaScript. V teoreticke´ cˇa´sti pra´ce
popisuje architekturu zobrazovac´ıho stroje a uva´d´ı do problematiky skriptova´n´ı v HTML
dokumentech podle doporucˇene´ specifikace HTML 5. Pra´ce se zaby´va´ d˚ukladnou analy´zou
existuj´ıc´ıch skriptovac´ıch stroj˚u a jejich rozhran´ı, ktery´ch by bylo mozˇne´ vyuzˇ´ıt pro imple-
mentaci rozsˇ´ıˇren´ı. V za´vislosti na teoreticky´ch znalostech se pra´ce zameˇrˇuje na skriptovac´ı
stroj Rhino a prˇedstavuje abstraktn´ı na´vrh jeho zakomponova´n´ı do projektu CSSBox. Za´-
veˇrem hodnot´ı kompatibilitu a vy´konnost implementovany´ch funkcionalit a zamy´sˇl´ı se nad
mozˇnostmi jejich dalˇs´ıho budouc´ıho rozsˇ´ıˇren´ı.
Abstract
This Master’s thesis was written to create the extension for an experimental rendering
engine CSSBox about scripting support in JavaScript language. In the theoretical section
the thesis describes the architecture of the rendering engine and introduces problems of the
scripting in HTML documents according to the recommended HTML 5 specification. This
thesis deals with thorough analysis of existing scripting engines and their interfaces, which
could be used for the extension implementation. Depending on the knowledge gained from
the previous parts this thesis focuses only on the scripting engine Rhino and introduces
an abstract design of its integration into the CSSBox project. At the end it evaluates the
reliability and efficiency of the implemented functionalities and considers possibilities of
their further development.
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Tato pra´ce vznikla jako sˇkoln´ı d´ılo na Vysoke´m ucˇen´ı technicke´m v Brneˇ, Fakulteˇ informacˇ-
n´ıch technologi´ı. Pra´ce je chra´neˇna autorsky´m za´konem a jej´ı uzˇit´ı bez udeˇlen´ı opra´vneˇn´ı
autorem je neza´konne´, s vy´jimkou za´konem definovany´ch prˇ´ıpad˚u.
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Internetove´ prohl´ızˇecˇe umozˇnˇuj´ı rychle a pohodlneˇ procha´zet webovy´ obsah a tzv. HTML
dokumenty. HTML dokumenty nemus´ı by´t vy´hradneˇ umı´steˇny pouze na webu a na vzda´le-
ny´ch u´lozˇiˇst´ıch, ale mohou prˇicha´zet i v ra´mci elektronicke´ posˇty nebo by´t soucˇa´st´ı aplikacˇn´ı
na´poveˇdy aj. Pro zobrazova´n´ı HTML dokument˚u pouzˇ´ıva´me HTML zobrazovac´ıch stroj˚u.
Jedn´ım takovy´m strojem je CSSBox.
CSSBox je projekt experimenta´ln´ıho (X)HTML/CSS zobrazovac´ıho stroje napsane´ho
v cˇiste´m jazyce Java. Projekt se snazˇ´ı vyplnit prostor v implementac´ıch zobrazovac´ıch stroj˚u
v Javeˇ, jejichzˇ vy´voj veˇtsˇinou ustal. Hlavn´ım c´ılem projektu je poskytnout u´plne´ a da´le zpra-
covatelne´ informace o rozlozˇen´ı dokumentu. Vyjma analyzova´n´ı dokumentu umozˇnuje jizˇ
v samotne´m za´kladu vizualizovat dokument jako prosty´ obra´zek. V ra´mci samostatne´ho
podprojektu SwingBox da´le d´ıky komponenteˇ BrowserPane prˇida´va´ pokrocˇile´ graficke´ roz-
hran´ı pro zobrazova´n´ı dokumentu, ktere´ doka´zˇe reagovat i na uda´losti od uzˇivatele.
V soucˇasne´ dobeˇ CSSBox implementuje (X)HTML/CSS 2.1 analyza´tor a vy´sˇe zmı´neˇne´
zobrazovac´ı komponenty. C´ılem te´to pra´ce bylo projekt CSSBox rozsˇ´ıˇrit o mozˇnost skrip-
tova´n´ı v dokumentu a implementovat vybranou za´kladn´ı podmnozˇinu skriptovac´ıho jazyka
JavaScript. Jaky´m zp˚usobem bylo integrace doc´ıleno, je popsa´no v na´sleduj´ıc´ı pra´ci.
V u´vodu te´to pra´ce – kapitole 2.1 se pojedna´va´ o zp˚usobech, jaky´mi mohou by´t vlozˇeny
do HTML dokument˚u skripty, a je demonstrova´n referencˇn´ı prˇ´ıstup pro prˇida´n´ı skriptova´n´ı
do dokument˚u podle doporucˇene´ specifikace HTML 5. Za´kladn´ı architektura pouzˇity´ch
za´vislost´ı – projekt˚u CSSBox a SwingBox je uvedena v kapitola´ch 2.2 a 2.3.
Kapitola 3 je zameˇrˇena na analy´zu dostupny´ch skriptovac´ıch stroj˚u v soucˇasnosti a roz-
bor jejich API. Kapitola bl´ızˇe popisuje skriptovac´ı engine Rhino, ktery´ byl vyuzˇit pro
implementaci JavaScriptove´ho enginu. V ra´mci te´to kapitoly je prˇedstaveno i standardn´ı
skriptovac´ı Java API, jezˇ lze pro skriptova´n´ı v Javeˇ vyuzˇ´ıt.
V kapitole na´vrhu – kapitole 4 je nast´ıneˇn za´kladn´ı abstraktn´ı na´vrh cele´ integrace no-
ve´ho rozsˇ´ıˇren´ı do projektu SwingBox. Postupneˇ jsou uka´za´ny jednotlive´ na´lezˇitosti, ktere´
bylo zapotrˇeb´ı vykonat, aby bylo mozˇne´ integraci prove´st. V za´veˇru kapitoly 4.5 je demon-
strova´na
”
registrace“ samotne´ho rozsˇ´ıˇren´ı do projektu SwingBox.
Kapitola implementace – kapitola 5 popisuje jizˇ implementovane´ rˇesˇen´ı, vytvorˇene´ ja´dro
uzˇivatelske´ho agenta a jeho podstatu pro zbyla´ implementovana´ rozhran´ı (kapitola 5.1).
Kapitola te´zˇ prˇedstavuje zp˚usob, jaky´m lze vytva´rˇet konkre´tn´ı klientske´ skriptovac´ı enginy
(kapitola 5.2), a za´rovenˇ uva´d´ı implementovany´ engine JavaScriptu (kapitola 5.3). Posledn´ı
podkapitola 5.5 zna´zornˇuje dveˇ uka´zkove´ aplikace, ktere´ slouzˇily pro prˇedveden´ı hotove´
funkcˇnosti a k otestova´n´ı implementovane´ podmnozˇiny JavaScriptu.
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Testova´n´ım, rozborem a prˇ´ıpadny´m rozsˇ´ıˇren´ım implementovane´ho rˇesˇen´ı se podrobneˇ
zaob´ıra´ kapitola 6. V podkapitole 6.1 jsou uvedeny techniky, jaky´mi prob´ıhalo testova´n´ı
a oveˇrˇen´ı spra´vne´ funkcˇnosti. Jelikozˇ bylo zˇa´douc´ı porovnat implementovane´ rˇesˇen´ı s ostat-
n´ımi internetovy´mi prohl´ızˇecˇi, hodnot´ı kapitola 6.2 implementovane´ rˇesˇen´ı z hlediska jeho
vy´konnosti. Kapitola 6.3 da´le vytva´rˇ´ı souhrn vesˇkere´ implementovane´ funkcˇnosti a kla-
sifikuje kompatibilitu implementovane´ho rˇesˇen´ı. Za´veˇrem jsou v kapitole 6.4 diskutova´ny




V ra´mci te´to pra´ce se budeme zaby´vat integrac´ı podpory skriptova´n´ı v JavaScriptu pro stroj
CSSBox. Abychom mohli prove´st na´vrh knihovny implementuj´ıc´ı rozsˇ´ıˇren´ı stroje CSSBox,
je zapotrˇeb´ı uprˇesnit, jak jsou skripty v HTML dokumentech reprezentova´ny, jak jsou vy-
kona´va´ny a do jake´ho rozhran´ı je budeme integrovat.
Problematikou skriptova´n´ı v HTML dokumentech se zaby´va´ kapitola 2.1. Na projekt
CSSBox a jeho architekturu je zameˇrˇena kapitola 2.2. Komponenta, ktera´ bude pouzˇita pro
zobrazova´n´ı HTML dokument˚u a ktera´ bude implementovat rozsˇ´ıˇren´ı skriptova´n´ı v teˇchto
dokumentech, je popsa´na v kapitole 2.3.
2.1 Klientske´ skripty v HTML dokumentu
Klientsky´ skript je program, ktery´ mu˚zˇe doprova´zet HTML dokument nebo by´t do neˇj
prˇ´ımo vlozˇen. Skript je vykona´va´n na straneˇ klienta bud’ ihned po jeho nacˇten´ı, po nacˇten´ı
cele´ho dokumentu nebo prˇi vy´skytu neˇktere´ uda´losti. Skripty mohou:
• slouzˇit k modifikaci obsahu dokumentu,
• by´t spusˇteˇny uda´lostmi ovla´dac´ıch prvk˚u a jiny´mi uda´lostmi prohl´ızˇecˇe,
• by´t vyuzˇity pro validaci a odes´ıla´n´ı obsahu formula´rˇe na server.
Pro vlozˇen´ı nove´ho skriptu do HTML dokumentu a jeho prˇ´ıpadne´ vykona´n´ı ma´me neˇkolik
zp˚usob˚u, naprˇ.:
1. Uve´st skript v dokumentu ve specia´ln´ı znacˇce <script>;
2. Vlozˇit skript do atributu elementu urcˇene´ho pro uda´lostn´ı obsluzˇnou rutinu, naprˇ. do
atributu onclick. Skript se bude vykona´vat vzˇdy po vy´skytu dane´ uda´losti;
3. Vlozˇit skript do dokumentu dynamicky tak, zˇe vlozˇ´ıme do dokumentu pomoc´ı skriptu
novy´ element <script> a definujeme jeho vykona´vac´ı ko´d.
Skripty ve znacˇka´ch <script> jsou spousˇteˇny samostatneˇ, vzˇdy pouze jednou a ni-
koliv opakovaneˇ jako skripty vytva´rˇene´ v atributu pro uda´lostn´ı obsluzˇne´ rutiny. Beˇhem
zpracova´va´n´ı dokumentu jsou jednotlive´ skripty v teˇch znacˇka´ch vykona´ny. Jak a v jake´m
porˇad´ı spousˇteˇn´ı skript˚u prob´ıha´, pop´ıˇseme da´le v te´to kapitole.
V ra´mci samotne´ znacˇky <script> mu˚zˇeme podle specifikace HTML 5 [19] rozliˇsit
celkem 6 atribut˚u. Vsˇechny atributy rˇ´ıd´ı vykona´va´n´ı skriptu v urcˇite´m momentu jeho zpra-
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cova´va´n´ı a jejich dynamicka´ zmeˇna nema´ zˇa´dny´ efekt na pr˚ubeˇh skriptu. Specifikace uva´d´ı
na´sleduj´ıc´ı atributy:
1. src – URL1 adresa souboru s extern´ım skriptem;
2. type – MIME2 typ skriptu;
3. charset – typ ko´dova´n´ı souboru s extern´ım skriptem;
4. async – uda´va´, zda bude skript spusˇteˇn asynchronneˇ;
5. defer – specifikuje odlozˇen´ı spusˇteˇn´ı skriptu azˇ do dokoncˇen´ı nacˇten´ı dokumentu;
6. crossorigin – pokud je atribut prˇ´ıtomem, bude na server zasla´n CORS3 pozˇadavek.
Kromeˇ samotny´ch atribut˚u elementu skriptu specifikace HTML 5 doporucˇuje asociovat
s elementem <script> i specia´ln´ı prˇ´ıznaky. Prˇ´ıznaky jsou nastavova´ny na za´kladeˇ toho, kde
byl element skriptu zpracova´n a na za´kladeˇ vy´sˇe zmı´neˇny´ch atribut˚u. Uvedeny´mi prˇ´ıznaky
ve specifikaci jsou:
1. already-started – znacˇ´ı, zda byl skript jizˇ vykona´n. Prˇi klonova´n´ı elementu <script>
se mus´ı prˇ´ıznak sd´ılet;
2. parser-inserted – prˇ´ıznak je nastaven pro vsˇechny skripty vlozˇene´ do dokumentu
HTML nebo XML parserem beˇhem nacˇ´ıta´n´ı dokumentu nebo prˇi vlozˇen´ı pomoc´ı
document.write(). Po vytvorˇen´ı elementu <script> nen´ı tento prˇ´ıznak nastaven;
3. force-async – beˇhem pocˇa´tecˇn´ıho zpracova´n´ı dokumentu je prˇ´ıznak nastaven. Skripty
nemaj´ı tento prˇ´ıznak nastaven, pokud jsou vytvorˇeny a vlozˇeny do dokumentu doda-
tecˇneˇ nebo pokud maj´ı specifikovany´ atribut async;
4. ready-to-be-parser-executed – prˇ´ıznak pouzˇ´ıvany´ pouze pro skripty, ktere´ byly
vlozˇeny dodatecˇneˇ neˇktery´m z parser˚u dokumentu. Prˇ´ıznak je nastaven, pokud dojde
k u´speˇsˇne´mu nacˇten´ı skriptu z extern´ıho zdroje;
5. script-type a script-charset – jsou prˇ´ıznaky, ktere´ pouze reflektuj´ı odpov´ıdaj´ıc´ı
atributy elementu <script>. Pokud nejsou atributy nastaveny, nebo jsou nastaveny
sˇpatneˇ, pak obsahuj´ı tyto prˇ´ıznaky opravene´ nebo vy´choz´ı hodnoty teˇchto atribut˚u.
Nastavova´n´ı cˇa´sti vy´sˇe zmı´neˇny´ch prˇ´ıznak˚u by meˇl obsluhovat parser dokumentu beˇhem
tvorby elementu <script>. Prˇed spusˇteˇn´ım skriptu by se podle specifikace HTML 5 meˇla
prove´st prˇ´ıprava skriptu. Prˇ´ıprava zahrnuje neˇkolik krok˚u, ktere´ nastav´ı prˇ´ıznaky naprˇ.
script-type a script-charset, prˇ´ıpadneˇ uprav´ı prˇ´ıznaky nastavene´ parserem.
Prˇ´ıprava elementu <script> pro jeho budouc´ı spusˇteˇn´ı je provedena po dokoncˇen´ı jeho
parsova´n´ı nebo pokud skript nema´ nastaven prˇ´ıznak parser-inserted a pokud nastane:
1. vlozˇen´ı elementu pozˇadovane´ho skriptu do dokumentu,
2. vlozˇen´ı nove´ho textove´ho uzlu nebo fragmentu dokumentu do jizˇ existuj´ıc´ıho skriptu,
3. nastaven´ı atributu src, ktery´ nebyl prˇedt´ım nastaven.
1URL (Uniform Resource Locator) – rˇeteˇzec slouzˇ´ıc´ı k jednoznacˇne´ identifikaci zdroje
2MIME (Multipurpose Internet Mail Extensions) – standard definuj´ıc´ı typy internetove´ho me´dia
3CORS (Cross-origin resource sharing) – Mechanismus umozˇnˇuj´ıc´ı stahova´n´ı zdroj˚u z v´ıce povoleny´ch
dome´n nezˇ pouze z dome´ny, ze ktere´ pocha´z´ı zdroj.
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Prvotn´ı fa´ze prˇ´ıpravy skriptu, j´ızˇ vy´sledkem je nastaven´ı prˇ´ıznaku already-started, tj.
spusˇteˇn´ı skriptu, je zna´zorneˇna v prˇ´ıloze B. Beˇhem prˇ´ıpravy docha´z´ı take´ k zaha´jen´ı nacˇ´ıta´n´ı
skript˚u z extern´ıch zdroj˚u a umı´st’ova´n´ı jejich spusˇteˇn´ı do front skript˚u ke spusˇteˇn´ı, anizˇ
by docha´zelo k cˇeka´n´ı, nezˇ jsou skripty kompletneˇ nacˇteny.
Pokud spousˇt´ıme skript existuj´ıc´ı prˇ´ımo v dokumentu, je jeho vykona´va´n´ı zaha´jeno
ihned a to i bez ohledu na to, zda prˇedchoz´ı skripty dokoncˇily sve´ prova´deˇn´ı. Vsˇechny
skripty, ktere´ maj´ı uvedeny´ extern´ı zdroj, nejsou parser-inserted a byly jizˇ nacˇteny,
jsou spousˇteˇny take´ okamzˇiteˇ bez zbytecˇne´ho cˇeka´n´ı. Naopak problematika umı´st’ova´n´ı
blokuj´ıc´ıch skript˚u do front skript˚u ke spusˇteˇn´ı z d˚uvodu cˇeka´n´ı na zpracova´n´ı styl˚u nebo
parser-inserted skript˚u je znacˇneˇ obsa´hla´. Vı´ce o zpracova´va´n´ı teˇchto skript˚u si lze docˇ´ıst
v samotne´ specifikaci HTML 5 [19].
2.2 Renderovac´ı stroj CSSBox
CSSBox je projekt (X)HTML/CSS renderovac´ıho stroje napsane´ho v cˇiste´m jazyce Java.
Projekt klade velky´ d˚uraz na poskytnut´ı informac´ı o zpracova´vane´ stra´nce.
Renderovac´ı stroj CSSBox ocˇeka´va´ na sve´m vstupu model dokumentu. Dokument je
v ra´mci stroje z´ıska´va´n pomoc´ı parseru NekoHTML, ale mu˚zˇe by´t z´ıska´va´n i jiny´m zp˚uso-
bem. Rozhran´ım pro vsˇechny zdroje dokumentu je abstraktn´ı trˇ´ıda DOMSource. Pro zpra-
cova´n´ı styl˚u dokumentu slouzˇ´ı trˇ´ıda DOMAnalyzer, ktera´ prˇevede aktua´ln´ı dokument na
rozlozˇen´ı stra´nky. Vy´sledny´ model rozlozˇen´ı stra´nky se vyuzˇ´ıva´ pro zobrazen´ı stra´nky.









Obra´zek 2.1: Hierarchie zobrazovac´ıch komponent trˇ´ıdy Box
Komponenta BrowserCanvas vytva´rˇ´ı strom vykreslitelny´ch objekt˚u trˇ´ıdy Box. Strom je
vytva´rˇen ze vstupn´ıho dokumentu a vy´stupu analyza´toru styl˚u. Kazˇdy´ vykreslitelny´ prvek
HTML stra´nky se poj´ı se specializovanou trˇ´ıdou Box tak, jak je zna´zorneˇno na obra´zku 2.1.
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Typ boxu nemus´ı by´t urcˇen pouze typem elementu dokumentu, ale i jeho styly. Pokud ma´
naprˇ´ıklad blokovy´ prvek nastaveno zobrazen´ı na rˇa´dku, tak bude ve stromu reprezentova´n
trˇ´ıdou InlineBox a nikoliv trˇ´ıdou BlockBox.
2.3 Projekt SwingBox
V ra´mci podprojektu SwingBox, ktery´ je soucˇa´st´ı projektu CSSBox, byla vyvinuta kom-
ponenta BrowserPane [26], ktera´ rozsˇiˇruje funkcˇnost za´kladn´ıho zobrazova´n´ı dokumentu
komponentou BrowserCanvas. Komponenta BrowserPane vycha´z´ı ze trˇ´ıdy JEditorPane,
ve ktere´ prˇedefinova´va´ vy´choz´ı zobrazova´n´ı (X)HTML dokument˚u. Pro zobrazova´n´ı teˇchto
dokument˚u vyuzˇ´ıva´ trˇ´ıdu SwingBoxEditorKit, ktera´ zarˇizuje vesˇkerou logiku zobrazova´n´ı.
Komponenta BrowserPane umozˇnˇuje nacˇ´ıtat dokumenty prˇeda´n´ım jejich URL adresy,
prˇeda´n´ım dokumentu jako textovy´ rˇeteˇzec nebo prˇeda´n´ım vstupn´ıho streamu s dokumen-
tem. Na za´kladeˇ typu dokumentu, ktery´ ma´ by´t zobrazen, komponenta da´le vola´ pro cˇten´ı
dokumentu odpov´ıdaj´ıc´ı kit – v nasˇem prˇ´ıpadeˇ SwingBoxEditorKit. Kit zarˇizuje s pouzˇit´ım
trˇ´ıdy ContentReader nacˇten´ı rozvrzˇen´ı stra´nky (viz kapitola 2.2) a jeho prˇevod na reprezen-
taci dokumentu SwingBoxDocument tak, jak ho prˇij´ıma´ rozhran´ı komponenty JEditorPane.
Trˇ´ıda ContentReader prova´d´ı prˇevod rozvrzˇen´ı stra´nky na prvky dokumentu, tzn., prˇeva´d´ı
objekty trˇ´ıdy Box na objekty trˇ´ıdy ElementSpec. Vesˇkere´ nacˇ´ıta´n´ı dokumentu ve formeˇ
DOM4 a jeho rozvrzˇen´ı trˇ´ıdou DOMAnalyzer je prova´deˇno ve trˇ´ıdeˇ CSSBoxAnalyzer, na


















Obra´zek 2.2: Diagram trˇ´ıd komponenty BrowserPane
Prvky dokumentu SwingBoxDocument, ktere´ vytva´rˇ´ı trˇ´ıda ContentReader, jsou vykres-
lova´ny na zobrazovac´ı plochu BrowserPane ve formeˇ pohled˚u View. Vykreslova´n´ı rˇ´ıd´ı auto-
maticky komponenta JEditorPane, ktera´ zna´ referenci na tova´rnu pohled˚u
SwingBoxViewFactory. Tova´rna pohled˚u je pouzˇ´ıvana´ komponentou JEditorPane vzˇdy
prˇi potrˇebeˇ vykreslit pozˇadovany´ dokument. Tova´rna se vyuzˇ´ıva´ pro vytva´rˇen´ı pohled˚u
pro kazˇdy´ prvek dokumentu SwingBoxDocument. Jelikozˇ prvky dokumentu ElementSpec
v sobeˇ zapouzdrˇuj´ı informaci o tom, jaky´ box obaluj´ı, je mozˇno vytvorˇit pohledy, ktere´
prˇesneˇ koresponduj´ı s mnozˇinou box˚u uvedeny´ch v kapitole 2.2.




v jazyce JavaScript v Javeˇ
Tato kapitola se zaby´va´ analy´zou skriptova´n´ı a na´stroj˚u, ktere´ lze vyuzˇ´ıt pro tvorbu skript˚u.
Zameˇrˇuje se na skriptovac´ı jazyk JavaScript a jeho pouzˇit´ı v Java aplikac´ıch. Kapitola
za´meˇrneˇ popisuje zejme´na skriptovac´ı stroj Rhino a standardn´ı skriptovac´ı Java API, jezˇ
lze pro skriptova´n´ı pouzˇ´ıt.
Skriptovac´ı jazyky jsou programovac´ı jazyky, ktere´ na´m umozˇnˇuj´ı psa´t tzv. skripty. Na
rozd´ıl od kompilovatelny´ch zdrojovy´ch ko´d˚u, je ko´d skriptu vyhodnocova´n a interpreto-
va´n za beˇhu skriptu. Veˇtsˇina skriptovac´ıch jazyk˚u je typova´na dynamicky za beˇhu skriptu,
cozˇ na´m umozˇnuje vytva´rˇet promeˇnne´ bez specifikace typu. Z d˚uvodu dynamicke´ typove´
kontroly mu˚zˇeme ve skriptovac´ıch jazyc´ıch pouzˇ´ıt jednu promeˇnnou pro ulozˇen´ı v´ıce typ˚u.
Skriptovac´ı jazyky maj´ı jednoduchou syntaxi a umozˇnˇuj´ı v urcˇity´ch prˇ´ıpadech vyrˇesˇit po-
meˇrneˇ slozˇite´ proble´my pomoc´ı relativneˇ kra´tke´ho ko´du, efektivneˇ a pomeˇrneˇ v kra´tke´m
cˇase.
C´ılem te´to diplomove´ pra´ce je umozˇnit prova´deˇn´ı skript˚u z ko´du Javy. V Javeˇ bylo
implementova´no mnoho skriptovac´ıch jazyk˚u vyuzˇ´ıvaj´ıc´ıch r˚uzna´ rozhran´ı pro skriptova´n´ı,
cozˇ bylo mj. i d˚uvodem pro vznik obecne´ho skriptovac´ıho Java API (viz kapitola 3.3).
Mezi nejrozsˇ´ıˇreneˇjˇs´ı skriptovac´ı jazyky Javy mu˚zˇeme zarˇadit BeanShell, s velmi podobnou
syntax´ı jakou disponuje Java, a dalˇs´ı implementace jizˇ existuj´ıc´ıch jazyk˚u v Javeˇ, jako je
naprˇ. Jython – implementace Pythonu, JRuby – implementace Ruby, Groovy aj.
Interpret˚u JavaScriptu implementovany´ch v Javeˇ beˇzˇ´ıc´ıch na JVM1 nen´ı mnoho. Z d˚u-
vodu vy´konnosti je veˇtsˇina interpret˚u JavaScriptu pro webove´ prohl´ızˇecˇe napsa´na nativneˇ
v C nebo C++ a vyuzˇ´ıva´ JIT2 techniky. Jmenoviteˇ nejzna´meˇjˇs´ı nativn´ı JavaSriptova´ ja´dra
jsou z rodiny
”
Monkey“, kterou spravuje spolecˇnost Mozilla, a ktera´ jsou postupneˇ vyu-
zˇ´ıva´na ve webove´m prohl´ızˇecˇi Firefox. Dalˇs´ımi ja´dry ostatn´ıch webovy´ch prohl´ızˇecˇ˚u je V8
pouzˇite´ v Google Chrome, Carakan v Operˇe, Chakra v Iternet Exploreru nebo JavaScript-
Core v prohl´ızˇecˇi Safari.
Nejpouzˇ´ıvaneˇjˇs´ı interprety JavaScriptu c´ılene´ pro Java aplikace ma´me v soucˇasnosti
pouze trˇi. Nejzna´meˇjˇs´ım interpretem je jizˇ zmı´neˇne´ Rhino (kapitola 3.1) [14], ktere´ je i do-
da´va´no v Oracle implementaci JDK3 6 a 7, kde realizuje vy´choz´ı skriptovac´ı stroj pro Javu.
Dalˇs´ım interpretem s velky´m budouc´ım potencia´lem, ktery´ je soucˇa´st´ı neda´vno vydane´
1JVM (Java Virtual Machine) – virtua´ln´ı stroj Javy zpracova´vaj´ıc´ı meziko´d jazyka Java (Java bytecode)
2JIT (Just in Time) – metoda prˇekladu urychluj´ıc´ı beˇh skriptu prˇekladem ko´du do strojove´ho jazyka
3JDK (Java Development Kit) – bal´ık za´kladn´ıch na´stroj˚u potrˇebny´ch pro vy´voj aplikac´ı pro platformu
Java
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Oracle implementace JDK 8, je interpret Nashorn [13] (kapitola 3.2). Oba zmı´neˇne´ inter-
prety JavaScriptu implementuj´ı standardn´ı skriptovac´ı Java API. Rhino bylo o skriptovac´ı
API rozsˇ´ıˇreno firmou Sun, kdezˇto Nashorn je vyv´ıjen s t´ımto API zprvu pocˇa´tku. Posledn´ım
a neprˇ´ıliˇs pouzˇ´ıvany´m interpretem je YAJI [25], ktery´ se snazˇ´ı ozˇivit interpret FESI [5] t´ım,
zˇe do neˇho prˇida´va´ veˇtsˇinu vlastnost´ı z nejnoveˇjˇs´ı specifikace ECMAScript.
3.1 Rhino
Rhino je implementace JavaSriptove´ho ja´dra napsana´ v programovac´ım jazyce Java. Pro-
jekt Rhina byl zaha´jen v roce 1997 firmou Netscape, kdy firma potrˇebovala integrovat
podporu JavaScriptu do budouc´ıho prohl´ızˇecˇe zalozˇene´m na platformeˇ Java [16]. Rhino
vzniklo portem nativn´ı knihovny SpiderMonkey, takzˇe i nyn´ı si nelze v ko´du nevsˇimnout
Java ekvivalent˚u nepodmı´neˇny´ch skok˚u [16].
Projekt prohl´ızˇecˇe, tzv. Javagatoru, byl ovsˇem brzy pozastaven a Rhino z˚ustalo da´le jen
velmi pozvolna vyv´ıjene´ neˇkolika vlastn´ıky license, vcˇetneˇ spolecˇnosti Sun [16]. V roce 1998
bylo Rhino uvolneˇno spolecˇnosti Mozilla a drzˇitele´ licenc´ı se dohodli, zˇe vydaj´ı Rhino jako
svobodny´ software [16]. Nyn´ı je Rhino spravova´no spolecˇnost´ı Mozilla.
3.1.1 Vlastnosti Rhina
V soucˇasnosti je vyda´no Rhino s oznacˇen´ım 1.7R4 [11, 12]. Nejnoveˇjˇs´ı verze implementuje
vsˇechny vlastnosti Javasriptu 1.7 – je plneˇ ekvivalentn´ı s 3. vyda´n´ım standardu
ECMA-262 ECMAScript. Nejnoveˇjˇs´ı verze take´ prˇida´va´ neˇktere´ nove´ vlastnosti, jako jsou
doplnˇky pro pra´ci s poli a podpora E4X4. Od verze 1.7R3 Rhino prˇida´va´ i cˇa´stecˇnou pod-
poru Javasriptu 1.8 a 5. vyda´n´ı ECMAScriptu, ktera´ byla nejnoveˇjˇs´ı verz´ı 1.7R4 zejme´na
optimalizova´na a jen mı´rneˇ rozsˇ´ıˇrena.
Vy´znamnou prˇednost´ı Rhina je jeho dobra´ prova´zanost s Javou. Napojen´ı na jazyk
Java a umozˇneˇn´ı hostova´n´ı objekt˚u Javy na´m zprˇ´ıstupnˇuje z ko´du JavaScriptu te´meˇrˇ li-
bovolny´ bal´ıcˇek a trˇ´ıdu z Javy. Vy´jimky pro trˇ´ıdy, ktere´ by nemeˇly by´t zprˇ´ıstupnˇeˇny, jsou
definovane´ bezpecˇnostn´ımi politikami ve trˇ´ıdeˇ SecurityManager (Java API) a dodatecˇneˇ
trˇ´ıdou ClassShutter (knihovna Rhino). Jamile je prˇ´ıstup do trˇ´ıdy povolen, lze z ko´du
JavaScriptu tuto trˇ´ıdu konstruovat, volat jej´ı libovolnou metodu cˇi prˇistupovat k jej´ım atri-
but˚um. Aby bylo mozˇne´ objekt Javy v JavaScriptu pouzˇ´ıvat, mus´ı vzˇdy implementovat
rozhran´ı Scriptable (kapitola 3.1.2). V prˇ´ıpadeˇ hostova´n´ı nativn´ıho objektu Javy, je roz-
hran´ı Scriptable implementova´no automaticky pomoc´ı specia´ln´ı zapouzdrˇovac´ı tova´rny,
jezˇ je instanc´ı trˇ´ıdy WrapFactory.
Mezi dalˇs´ı prˇednosti Rhina patrˇ´ı mozˇnost rozdeˇlen´ı skript˚u do modul˚u tak, jak bylo spe-
cifikova´no skupinou CommonJS5, a mozˇnost vysledovat zdroj, odkud skript pocha´z´ı a zpra-
cova´vat skript podle odpov´ıdaj´ıc´ı bezpecˇnostn´ı politiky. Bezpecˇnostn´ı politiky v Rhinu vy-
cha´zej´ı z Netscape Navigatoru a jejich aplikace je zalozˇena´ na kontrole URL zdroje [17].
Rhino umozˇnˇuje dva rezˇimy – interaktivn´ı a kompilovany´. V kompilovane´m mo´du je ko´d
prˇelozˇen do meziko´du Javy a interpretova´n da´le v JVM. V interaktivn´ım mo´du je skript
spousˇteˇn jednoduchy´m interpretem, anizˇ by docha´zelo ke generova´n´ı meziko´du Javy.
4Rozsˇ´ıˇren´ı programovac´ıho jazyka ECMAScript, ktere´ prˇida´va´ podporu nativn´ıho XML a vycha´z´ı z normy
ECMA-357 ECMAScript pro XML.
5CommonJS – Skupina lid´ı snazˇ´ıc´ı se vytvorˇit jednotne´ JavaScriptove´ho prostrˇed´ı pro servery, desktopy
a prohl´ızˇecˇe.
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Posledn´ı zaj´ımavou vlastnost´ı knihovny Rhino je poskytova´n´ı z ko´du JavaScriptu pod-
pory pro implementaci rozhran´ı a abstraktn´ıch trˇ´ıd Javy. Implementaci nedefinovany´ch
metod z JavaScriptu zajiˇst’uje trˇ´ıda objektove´ho adapte´ru JavaAdapter. Adapte´r vytva´rˇ´ı
pomoc´ı reflexe objekty Javy a implementuje do nich nav´ıc metody rozhran´ı Scriptable,
cˇ´ımzˇ zprˇ´ıstupnˇuje tyto objekty pro prˇ´ıme´ pouzˇit´ı ve skriptech JavaScriptu. Adapte´r mu˚zˇeme
bud’ prˇ´ımo zavolat nebo ho nechat knihovnou Rhino automaticky odvodit.
3.1.2 Skriptova´n´ı s Rhinem
Zdrojove´ ko´dy Rhina jsou strukturova´ny do neˇkolika hlavn´ıch bal´ık˚u. Pro konstrukci skript˚u
v Javeˇ vyuzˇijeme hlavneˇ verˇejne´ API z bal´ıku org.mozilla.JavaScript.
Za´kladn´ım prvkem pro spusˇteˇn´ı jake´hokoliv skriptu je objekt trˇ´ıdy Context, jenzˇ nese
vla´knoveˇ specificke´ informace o prostrˇed´ı pro beˇh skript˚u. Kazˇde´ programove´ vla´kno, ktere´
vyzˇaduje spusˇteˇn´ı skriptu, by si meˇlo asociovat vlastn´ı kontext zavola´n´ım Context.enter()
a uvolnit zavola´n´ım Context.exit() [18].
U´lozˇiˇsteˇ pro objekty nejvysˇsˇ´ı u´rovneˇ nazy´va´me v JavaScriptu jako tzv. scope. Do scope
vkla´da´me vsˇechny vlastn´ı objekty. Scope prˇedstavuje jakousi mnozˇinu objekt˚u. Objekt scope
je v Rhinu klasicky´ JavaScriptovy´ objekt, ktery´ implementuje trˇ´ıdu Scriptable a jenzˇ by
meˇl obsahovat za´kladn´ı stadardn´ı objekty Object a Function. Inicializovany´ scope mu˚zˇeme
z´ıskat zavola´n´ım metody initStandardObjects() objektu kontextu. Du˚lezˇitou vlastnost´ı
scope je, zˇe je kontextoveˇ neza´visly´, i prˇestozˇe scope mu˚zˇe by´t vytvorˇen z kontextu [18].
Scope vytvorˇeny´ jedn´ım kontextem mu˚zˇeme vyhodnotit s vyuzˇit´ım jine´ho kontextu. Ve v´ı-
cevla´knovy´ch aplikac´ıch lze nechat jeden scope vyhodnotit v´ıce odliˇsny´mi kontexty za´rovenˇ.
Rhino zajiˇstuje, zˇe prˇ´ıstup k vlastnostem objektu je atomicky´.
Objekty Javy, ktere´ chceme zprˇ´ıstupnit do ko´du skriptu, by meˇly implementovat roz-
hran´ı Scriptable a poskytnout metody pro pra´ci s vlastnostmi objektu: get(), put(),
has() a delete(). Za´kladn´ı implementaci rozhran´ı Scriptable a prˇ´ıstup k atribut˚um ob-
jektu pomoc´ı hashovac´ı tabulky poskytuje v Rhinu trˇ´ıda ScriptableObject. Kromeˇ toho
trˇ´ıda ScriptableObject implementuje neˇktere´ d˚ulezˇite´ metody pro definova´n´ı hostovany´ch
objekt˚u z bal´ık˚u Javy, naprˇ. statickou metodu defineClass().
Posledn´ım d˚ulezˇity´m rozhran´ı je rozhran´ım Function. ktere´ je implementova´no vsˇemi
funkcˇn´ımi objekty Javasriptu. Pokud chceme funkci zavolat, mu˚zˇeme k tomu pouzˇ´ıt metody
call() nebo construct() v za´vislosti na tom, jestli funkce ma´ by´t vola´n´ı s kl´ıcˇovy´m slovem
new.
JavaScript kromeˇ za´kladn´ıho objektu Object, ktery´ mus´ı v Javeˇ implementovat jizˇ zmı´-
neˇne´ rozhran´ı Scriptable, obsahuje i 5 primitivn´ıch datovy´ch typ˚u. Tyto datove´ typy mus´ı
by´t mapova´ny do Javy na odpov´ıdaj´ıc´ı trˇ´ıdy. Jaky´m zp˚usobem je mapova´n´ı doc´ıleno, je
zna´zorneˇno v tabulce 3.1.






Tabulka 3.1: Mapova´n´ı primitivn´ıch typ˚u JavaScriptu do Javy [15]
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3.1.3 Princip kompila´toru a interpretu
V prˇedchoz´ı kapitole jsme zmı´nili sadu nejd˚ulezˇiteˇjˇs´ıch trˇ´ıd a rozhran´ı z verˇejne´ho API
Rhina. V bal´ıku org.mozilla.JavaScript se ovsˇem nacha´z´ı i jednotlive´ cˇa´sti zajiˇst’uj´ıc´ı
samotnou funkci prˇekladacˇe a interpretu JavaScriptu.
Mezi nejpodstatneˇjˇs´ı neverˇejne´ trˇ´ıdy v bal´ıku patrˇ´ı naprˇ. trˇ´ıda ScriptRuntime obsa-
huj´ıc´ı metody vyuzˇ´ıvane´ interpretem a optimaliza´torem jazyka pro generova´n´ı meziko´du
Javy. Forma´t meziko´du lze konkre´tneˇ nale´zt v bal´ıku src.org.mozilla.classfile. Prˇe-
klad JavaScriptu do meziko´du prob´ıha´ beˇzˇneˇ za beˇhu programu. Explicitn´ı prˇeklad skriptu
a vytvorˇen´ı .class souboru lze vynutit zavola´n´ım prˇekladacˇe JavaScriptu prˇ´ıkazem:
java org.mozilla.JavaScript.tools.jsc.Main script.js
Vlastn´ı prˇekladacˇ do meziko´du Javy je velky´m specifikem Rhina. Pro kazˇdy´ zkompi-
lovany´ skript je vygenerova´na prˇesneˇ jedna odpov´ıdaj´ıc´ı trˇ´ıda v Javeˇ, ktera´ implementuje
rozhran´ı Script. Skript lze potom vykonat zavola´n´ım metody exec() rozhran´ı Script.
Interaktivn´ı (nekompilovany´) rezˇim interpretu JavaScriptu zajiˇst’uje trˇ´ıda Interpret,
ktera´ je umı´steˇna´ take´ v hlavn´ım bal´ıku. Interpret JavaScriptu v Rhinu je klasicky´ za´-
sobn´ıkovy´ automat. Pro reprezentaci meziko´du se pouzˇ´ıva´ instrukce s promeˇnlivou de´lkou.
Instrukce se skla´da´ z operacˇn´ıho ko´du a prˇ´ıpadny´ch operand˚u. Prova´deˇc´ı smycˇku interpretu
implementuje metoda interpretLoop(), ktera´ prˇij´ıma´ aktua´ln´ı ra´mec vola´n´ı a kontext, ve
ktere´m interpretova´n´ı prob´ıha´. Ra´mec vola´n´ı obsahuje typicke´ polozˇky: za´sobn´ık hodnot,
pole symbol˚u a aktua´ln´ı scope objekt.
Zaj´ımavost´ı interpretu je zaveden´ı dvou druh˚u za´sobn´ık˚u – hlavn´ıho a cˇ´ıselne´ho. Hlavn´ı
za´sobn´ık je urcˇen pro obecne´ hodnoty, tzn. pro hodnoty vsˇech typ˚u JavaScriptu. Cˇ´ıselny´
za´sobn´ık slouzˇ´ı pro ulozˇen´ı hodnot JavaScriptove´ho primitivn´ıho typu Number. Hlavn´ı za´-
sobn´ık je implementova´n v Javeˇ jako pole objekt˚u Object a cˇ´ıselny´ jako pole primitivn´ıho
typu double. Mezi hlavn´ım a cˇ´ıselny´m za´sobn´ıkem prob´ıha´ mapova´n´ı. Pokud je v hlavn´ım
za´sobn´ıku ulozˇena´ unika´tn´ı hodnota DBL_MRK, tak bude cˇten´ı odpov´ıdaj´ıc´ıch hodnot po-
kracˇovat ve druhe´m za´sobn´ıku (obra´zek 3.1). Tato technika byla zavedena cˇisteˇ z d˚uvodu
optimalizace, aby nedocha´zelo ke zbytecˇne´mu
”
zabalen´ı“ primitivn´ıho typu do objektu a aby











Obra´zek 3.1: Zna´zorneˇn´ı koexistence hlavn´ıho a cˇ´ıselne´ho za´sobn´ıku [15]
Interpret JavaScriptu prˇij´ıma´ meziko´d jazyka, ktery´ je generova´n metodou compile()
trˇ´ıdy CodeGenerator. Genera´tor meziko´du pracuje s abstraktn´ım syntakticky´m stromem




Nashorn je projekt, ktery´ si klade za c´ıl vyvinout zcela novy´, odlehcˇeny´ a vy´konny´ JavaScrip-
tovy´ runtime pro nativn´ı JVM [13]. Vy´stupem projektu by meˇla by´t schopnost spousˇteˇt Ja-
vaScriptovy´ ko´d prˇ´ıkazem jrunscript, ktera´ podle´ha´ specifikaci JSR 2236. Oproti pomeˇrneˇ
letite´mu JavaScriptove´mu interpretu Rhina vyvinute´mu pro tehdejˇs´ı JVM, se Nashorn za-
meˇrˇuje na nove´ techniky pouzˇ´ıva´n´ı dynamicky´ch jazyk˚u v Javeˇ a vycha´z´ı ze specifikace
tzv. Da Vinci stroje (JSR 2927) [13].
Ja´dro interpretu Nashorn vycha´z´ı ze specifikace ECMAScript verze 5.1. Skripty jazyka
JavaScript lze v Javeˇ vytva´rˇet uzˇit´ım klasicke´ho Java API pro skriptova´n´ı popsane´ho bl´ızˇe
v kapitole 3.3. Konkre´tn´ı instanci JavaScriptove´ho ja´dra ScriptEngine z´ıska´me vyhleda´n´ım
odpov´ıdaj´ıc´ıho slova (naprˇ.
”
nashorn“) v tova´rneˇ ScriptEngineManager. Pokud chceme
spustit JavaScriptovy´ skript, mu˚zˇeme toho dosa´hnout prˇ´ıkazem jrunscript, specifikac´ı
skriptovac´ıho jazyka prˇep´ınacˇem -l a prˇeda´n´ım skriptu prˇep´ınacˇem -e nebo souboru se
skriptem prˇep´ınacˇem -f.
3.3 Skriptovac´ı Java API
V Javeˇ byly postupem cˇasu implementova´ny vsˇechny nejzna´meˇjˇs´ı skriptovac´ı jazyky po-
uzˇ´ıvaj´ıc´ı r˚uzna´ a vlastn´ı rozhran´ı. To bylo za´kladn´ım podmeˇtem pro vytvorˇen´ı obecne´ho
a prˇenositelne´ho skriptovac´ıho Java API, ktere´ umozˇnˇuje propojit skripty s aplikac´ı Javy.
API muselo by´t napsa´no velmi abstraktneˇ, aby bylo aplikovatelne´ na jaky´koliv rozmanity´
skriptovac´ı stroj, ale za´rovenˇ muselo zahrnout vsˇechny specificke´ aspekty zna´my´ch skripto-
vac´ıch jazyk˚u [27].
Skriptovac´ı Java API vycha´z´ı ze specifikace JSR 223. Tato specifikace definuje stan-
dardn´ı framework a API pro tvorbu skript˚u a jejich vkla´da´n´ı do Java aplikac´ı. Specifikace
ovsˇem nedefinuje jaky´ jazyk pro skriptova´n´ı mus´ıme zvolit. Proto mu˚zˇeme pouzˇ´ıt pro skrip-
tova´n´ı jaky´koliv jazyk, ktery´ je kompatibiln´ı s JSR 223. Pouzˇit´ım standardn´ıho API ma´me
mozˇnost psa´t skripty kompatibiln´ı s JSR 223.
Implementace Java API v JDK od Oraclu vycha´z´ı z frameworku BSF [1]. Tento fra-
mework byl vyvinut firmou IBM a ve verzi 2.x poskytoval za´kladn´ı mnozˇinu trˇ´ıd umozˇnˇu-
j´ıc´ıch podporu skriptovac´ıch jazyk˚u v aplikac´ıch Javy. S prˇ´ıchodem skriptovac´ıho Java API
byl vyda´n BSF framework verze 3.x, ktery´ se pote´ stal soucˇa´st´ı zmı´neˇne´ho JDK.
Za´kladn´ı Oracle implementace JDK 6 a 7 skriptovac´ıho API obsahuje upraveny´ jizˇ zmı´-
neˇny´ JavaScriptovy´ stroj vycha´zej´ıc´ı z knihovny Rhina. Zahrnuta´ Oracle verze knihovny
Rhina byla omezena o neˇktere´ vlastnosti, ktere´ by poskytovalo prˇ´ıme´ pouzˇit´ı knihovny.
Z d˚uvodu bezpecˇnosti byl zaka´za´n kompila´tor do meziko´du Javy. V JDK nelze naj´ıt ani
pomocne´ na´stroje prˇ´ıkazove´ rˇa´dky distribuovane´ Rhinem od Mozilly, jako jsou naprˇ.: Ja-
vaScriptovy´ shell, debugger apod. Pouzˇita´ implementace Rhina umozˇnˇovala definovat abs-
traktn´ı trˇ´ıdy a implementovat v´ıcena´sobna´ rozhran´ı pomoc´ı adapte´ru JavaAdapter. Oracle
nahradil tento adapte´r vlastn´ı trˇ´ıdou, ktera´ umozˇnˇuje implementaci pouze jednoduchy´ch
rozhran´ı.
6JSR 223 – specifikace definuj´ıc´ı framework pro vkla´da´n´ı skript˚u do zdrojove´ho ko´du Javy
7JSR 292 – specifikace pro rozsˇ´ıˇren´ı JVM o nativn´ı podporu dynamicky´ch jazyk˚u
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3.3.1 Architektura skriptova´n´ı
Skriptovac´ı API je umı´steˇne´ v bal´ıcˇku javax.script. Skriptova´n´ı je pomeˇrneˇ prˇ´ımocˇare´.
Abychom mohli zacˇ´ıt psa´t skripty, vzˇdycky nejprve mus´ıme:
1. vytvorˇit objekt trˇ´ıdy ScriptEngineMager – objekt vyhleda´va´ skriptovac´ı enginy spe-
cializuj´ıc´ı trˇ´ıdu ScriptEngine v nacˇteny´ch JAR knihovna´ch. Objekt slouzˇ´ı jako to
tzv. tova´rna na skriptovac´ı enginy;
2. z´ıskat instanci skriptovac´ıho enginu ScriptEngine – instance skriptovac´ıho enginu je
z´ıska´na z tova´rny zavola´n´ım naprˇ. metody getEngineByName().
Jakmile ma´me z´ıskanou instanci skriptovac´ıho enginu, mu˚zˇeme jizˇ vykona´vat, definovat,
nebo upravovat skripty.
Nejd˚ulezˇiteˇjˇs´ı metodou rozhran´ı ScriptEngine je bezpochyby metoda eval(), ktera´
umozˇnˇuje spousˇteˇt skripty. Skript mu˚zˇe by´t prˇeda´n jako rˇeteˇzec nebo mu˚zˇe by´t umı´steˇn
v souboru, streamu, cˇi jine´m zdroji. V za´vislosti na tom, zda dany´ skriptovac´ı jazyk umozˇ-
nˇuje vyhodnocova´n´ı skriptu s vy´sledkem, tak metoda eval() vra´c´ı i vy´sledek skriptu.
Mysˇlenkou standardn´ıho skriptovac´ıho Java API je mı´t co nejv´ıce spolecˇny´ch rys˚u skrip-
tovac´ıch jazyk˚u specifikovany´ch v rozhran´ı ScriptEngine a nemı´t zde zˇa´dny´ rys, ktery´ by
neˇktery´ skriptovac´ı jazyk nemohl poskytnout. Proto vsˇechny specia´ln´ı vlastnosti konkre´t-
n´ıch skriptovac´ıch jazyk˚u mus´ı by´t implementova´ny v odliˇsny´ch rozhran´ıch. Tento na´vrh
zajiˇst’uje minimum zmeˇn teˇchto rozhran´ı v budoucnu.
Mezi nejd˚ulezˇiteˇjˇs´ı prˇ´ıdavna´ rozhran´ı rˇad´ıme:
• Invocable – rozhran´ı implementovane´ enginy umozˇnˇuj´ıc´ı volat funkce/metody skriptu.
Pro vola´n´ı funkce pouzˇ´ıva´me invokeFunction(), pro metody invokeMethod();
• Compilable – rozhran´ı implementovane´ enginy, ktere´ jsou schopny kompilovat skript
do sve´ho meziko´du.
3.3.2 Data binding
Du˚lezˇity´m u´kolem pro funkci frameworku skriptovac´ıho Java API, je zajistit sd´ılen´ı dat
mezi hostovanou aplikac´ı Javy a skriptovac´ım strojem. Framework BSF umozˇnˇoval sd´ılen´ı
promeˇnny´ch pouze po na´lezˇite´ registraci v manazˇeru skriptovac´ıch engin˚u, k neˇmuzˇ meˇly
prˇ´ıstup vsˇechny skriptovac´ı enginy [27]. Skriptovac´ı Java API model data bindingu vylepsˇuje
t´ım, zˇe udrzˇuje sd´ılene´ promeˇnne´ pomoc´ı kontextu, ve ktere´m je skript spousˇteˇn [27].
Promeˇnne´ jsou seskupeny a ulozˇeny ve jmenny´ch prostorech (scope). Abstrakce uchova´-
va´n´ı promeˇnny´ch ve scope je da´na rozhran´ım javax.script.Bindings, prˇicˇemzˇ se nejedna´
o nic jine´ho, nezˇ o jednoduche´ mapova´n´ı na´zvu promeˇnne´ na na´lezˇity´ objekt – Map<String,
Object>. Kazˇdy´ kontext skriptu obsahuje pra´veˇ mnozˇinu takovy´chto jmenny´ch prostor˚u.
Specifikace uva´d´ı dva za´kladn´ı jmenne´ prostory:
• Enginovy´ scope – promeˇnne´, ktere´ se va´zˇou k tomuto scope nejsou viditelne´ jiny´m
strojem;
• Globa´n´ı scope – ke vsˇem promeˇnny´m tohoto scope maj´ı prˇ´ıstup vsˇechny enginy
vytvorˇene´ danou instanc´ı enginove´ho manazˇeru.
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Pokud chceme vytvorˇit novou promeˇnnou, dosa´hneme toho zavola´n´ım metody put()
objektu Bindings. Promeˇnnou v enginove´m scope lze definovat na´sledovneˇ:
1. Nastaven´ım vlastn´ıho objektu Bindings – vytvorˇit mapovac´ı objekt Bindings, kde
vytvorˇ´ıme nasˇi promeˇnnou. Tento mapovac´ı objekt nastav´ıme v enginu bud’ metodou
setBindings(), nebo prˇ´ıpadneˇ azˇ za beˇhu skriptu parametrem v metodeˇ eval();
2. Vyuzˇit´ım enginove´ho objektu Bindings – z´ıska´me vy´choz´ı mapovac´ı objekt enginu
metodou getBindings(), do ktere´ho na´sledneˇ vlozˇ´ıme nasˇi promeˇnnou.
Z´ıska´n´ı hodnoty promeˇnne´ se doc´ıl´ı obdobneˇ – pouze metodou get().
Za´kladn´ı vlastnost´ı frameworku je uchova´va´n´ı stavu promeˇnny´ch po vykona´n´ı skriptu.
Vsˇechny promeˇnne´, ktere´ jsou ve skriptu inicializova´ny, se take´ automaticky vlozˇ´ı do od-
pov´ıdaj´ıc´ıho objektu Bindings. Po skoncˇen´ı skriptu jsou vytvorˇene´ promeˇnne´ dostupne´
v odpov´ıdaj´ıc´ım scope, kde byly vytvorˇeny. Tento stav scope z˚usta´va´ i do dalˇs´ıho vyhod-
nocen´ı metodou eval().
Jmenne´ prostory jsou jedn´ım stavebn´ım prvkem trˇ´ıdy SimpleScriptContext – kontextu
skriptu. Vsˇechny stavove´ objekty, ktere´ jsou pro beˇh skriptu podstatne´, jsou ulozˇene´ pra´veˇ
v te´to trˇ´ıdeˇ. Dokonce i vy´sˇe popsany´ globa´ln´ı a enginovy´ scope je uchova´va´n zde. Jmenne´
prostory jsou zde ulozˇeny ve formeˇ listu cˇ´ısel, ktere´ identifikuj´ı jednotlive´ scope. Cˇ´ısla
ve skutecˇnosti prˇedstavuj´ı prioritu scope. Nı´zka´ cˇ´ısla popisuj´ı scope s vysokou prioritou
a vysoka´ cˇ´ısla s n´ızkou prioritou. Ve vyhodnocova´n´ı skriptu to znamena´, zˇe pokud naprˇ.
hleda´me promeˇnnou, ktera´ je ve dvou scope za´rovenˇ, tak bude navra´cena pouze ta promeˇnna´
ze scope, ktery´ ma´ vysˇsˇ´ı prioritu. Enginove´mu scope je prˇiˇrazena priorita 100, globa´ln´ımu
scope priorita 200. Kromeˇ dvou za´kladn´ıch scop˚u si mu˚zˇeme definovat i vlastn´ı jmenny´
prostor. Pro vytvorˇen´ı vlastn´ıho jmenne´ho prostoru ovsˇem nestacˇ´ı nastavit tento scope
pomoc´ı setBindings() ve trˇ´ıdeˇ SimpleScriptContext, protozˇe trˇ´ıda prˇij´ıma´ pouze dva





Dle zada´n´ı te´to pra´ce ma´me implementovat podporu pro klientsky´ JavaScript do experi-
menta´ln´ıho vykreslovac´ıho stroje CSSBox napsane´m v jazyku Java. Vy´sledna´ aplikace by
meˇla by´t opeˇt psa´na v cˇiste´m jazyce Java bez pouzˇit´ı nativn´ıch knihoven, tud´ızˇ by nemeˇla
narusˇovat prˇenositelnost stroje CSSBox.
Z analy´zy problematiky jednotlivy´ch existuj´ıc´ıch stroj˚u JavaScriptu v jazyce Java v´ıme,
zˇe v soucˇasne´ dobeˇ nema´me prˇ´ıliˇs mnoho na vy´beˇr. Jediny´m pouzˇitelny´m rˇesˇen´ım pro
skriptova´n´ı, zejme´na pro svou podporu hostova´n´ı objekt˚u Javy ve skriptech JavaScriptu,
je pouze knihovna Rhino. Interpret YAJI nebude pouzˇit z d˚uvodu jeho male´ flexibility
a podporovatelnosti. Interpret Nashorn nebyl beˇhem na´vrhu rˇesˇen´ı te´to pra´ce sta´le oficia´lneˇ
vyda´n. Aby se v budoucnu ovsˇem dalo lehce prˇej´ıt prˇ´ıpadneˇ na jiny´ JavaScriptovy´ stroj,
budeme pro implementaci podpory klientske´ho JavaScriptu pouzˇ´ıvat a skriptova´n´ı z jazyka
Javy vy´hradneˇ standardn´ı skriptovac´ı Java API.
V na´vrhu se konkre´tneˇ zameˇrˇ´ıme na problematiku zpracova´n´ı skript˚u z HTML doku-
mentu (kapitola 4.1) a uvedeme mozˇnost jak zarˇadit podporu pro skriptova´n´ı do projektu
SwingBox (kapitola 4.2). V kapitole 4.3 naznacˇ´ıme techniku automaticky´ch instalac´ı roz-
sˇ´ıˇren´ı do hlavn´ıho scope JavaScriptu. Kapitola 4.4 se bude zaby´vat sp´ıˇse experimenta´ln´ı
problematikou a to implementac´ı za´kladn´ıho zabezpecˇen´ı do skriptovac´ıho stroje Rhino.
V za´veˇru na´vrhu (kapitola 4.5) budeme demonstrovat integraci rozsˇ´ıˇren´ı klientske´ho Ja-
vaScriptu do projektu SwingBox.
Na´vrh byl proveden s ohledem na jizˇ existuj´ıc´ı trˇ´ıdy projektu CSSBox a ostatn´ıch kniho-
ven. Na´vrh vycha´z´ı z verˇejny´ch rozhran´ı trˇ´ıd a nen´ı-li to zapotrˇeb´ı, tak se nesnazˇ´ı jizˇ exis-
tuj´ıc´ı trˇ´ıdy znovu implementovat.
Ocˇeka´vany´mi za´vislostmi projektu budou knihovny a projekty:
• CSSBox [3] – (X)HTML renderovac´ı knihovna,
• CSSParser [9] – parser kaska´dovy´ch styl˚u,
• SwingBox [21] – prohl´ızˇecˇ webovy´ch stra´nek vyuzˇ´ıvaj´ıc´ı CSSBox,
• Rhino [14] – skriptovac´ı stroj JavaScriptu,
• NekoHTML [4] – parser HTML dokumentu.
Projekt bude vyv´ıjen na syste´mu Windows 8 v prostrˇed´ı Eclipse s JDK 1.7.0 25. Za c´ıl
si projekt klade poskytnout zpeˇtnou podporu pro JRE/JDK 6.
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4.1 Prova´deˇn´ı skript˚u v HTML dokumentu
Klientske´ skripty jsou v HTML dokumentu specifikova´ny elementy <script>. Jak bylo uve-
dene´ v kapitole 2.1, lze skripty vykova´vat ihned po dokoncˇen´ı parsova´n´ı znacˇky se skriptem
a nemus´ı se cˇekat, dokud je cely´ dokument nacˇten.
V soucˇasne´ dobeˇ nen´ı v ra´mci projektu CSSBox podpora pro manipulaci s dokumen-
tem, ktery´ je pra´veˇ cˇten. Aby bylo mozˇne´ implementovat podporu pro skriptova´n´ı prˇesneˇ
podle HTML specifikace, budeme muset implementovat vlastn´ı parser dokumentu. Za´kladn´ı


























Obra´zek 4.1: Diagram trˇ´ıd parseru dokumentu EventDOMParser
Podle na´vrhu bude nutno definovat vlastn´ı parser EventDOMParser, ktery´ vycha´z´ı z par-
seru DOMParser knihovny NekoHTML. Tento parser bude pr˚ubeˇzˇneˇ zpracova´vat vstupn´ı
dokument a informovat o aktua´ln´ım stavu parsova´n´ı pomoc´ı specia´ln´ıch uda´lost´ı. Uda´losti
budou ne´st informaci, zda bylo zaha´jeno cˇi ukoncˇeno parsova´n´ı urcˇite´ho uzlu. Pokud par-
sova´n´ı bylo dokoncˇeno, bude si moci naslouchaj´ıc´ı objekt vyzvednout rozparsovany´ uzel.
Knihovn´ı trˇ´ıda DOMParser vyuzˇ´ıva´ pro vytva´rˇen´ı dokumentu implementovane´ rozhran´ı
XMLDocumentHandler, ktere´ obsahuje obsluzˇne´ metody informuj´ıc´ı o aktua´ln´ım stavu par-
sova´n´ı. V ra´mci teˇchto obsluzˇny´ch metod docha´z´ı k vytva´rˇen´ı jednotlivy´ch uzl˚u dokumentu
a konstruova´n´ı vy´sledne´ho stromu dokumentu. Soucˇasnou implementaci objektu, ktery´ za-
jiˇst’uje konstrukci stromu dokumentu lze z´ıskat z konfigurace parseru.
Odchyta´va´n´ı uda´lost´ı beˇhem parsova´n´ı bude umozˇneˇno prˇenastaven´ım aktua´ln´ı imple-
mentace instance trˇ´ıdy XMLDocumenthandler v konfiguraci parseru DOMParser. Nasˇ´ım c´ı-
lem bude v ra´mci vola´n´ı obsluzˇny´ch metod zavolat i nasˇi vlastn´ı uda´lost. Abychom ovsˇem
nemuseli prˇedefinovat celou funkcˇnost konstrukce dokumentu, budeme vyuzˇ´ıvat stary´ kni-
hovn´ı XMLDocumentHandler z´ıskany´ z konfigurace. Upraveny´ EventXMLDocumentHandler
bude knihovn´ı handler pouze dekorovat a zajiˇst’ovat propagaci neˇktery´ch uda´losti vy´sˇe –
do trˇ´ıdy EventDOMParser.
Aby byl na´vrh kompletn´ı, byla navrzˇena i trˇ´ıda NodeEventDispatcher vykona´vaj´ıc´ı
uda´losti NodeEvent. Vsˇichni za´jemci o nasloucha´n´ı uda´lost´ı si budou muset zaregistrovat
naslouchaj´ıc´ı objekt ve trˇ´ıdeˇ EventDOMParser, ktery´ da´le tento objekt zaregistruje i ve
trˇ´ıdeˇ NodeEventDispatcher. Objekty odchyta´vaj´ıc´ı uda´losti parseru budou implementovat
rozhran´ı NodeEventListener vycha´zej´ıc´ı ze standardn´ıho rozhran´ı Javy EventListener.
17
4.2 Podpora skriptova´n´ı v projektu SwingBox
Jak bylo popsa´no v kapitole 2.3, projekt SwingBox umozˇnˇuje zobrazovat a procha´zet webove´
stra´nky. Pro prˇida´n´ı podpory skriptova´n´ı do tohoto projektu (viz kapitola 4.5) bude nutno
definovat vlastn´ı trˇ´ıdu CSSBoxAnalyzer. SwingBox pouzˇ´ıva´ tuto trˇ´ıdu pro parsova´n´ı vstup-
n´ıho dokumentu a prˇevod dokumentu na vykreslovany´ ElementBox.
<<Interface>>
CSSBoxAnalyser
+analyze(s : InputSource, url : URL, dim : Dimension) : ElementBox




















Obra´zek 4.2: Diagram trˇ´ıd zna´zornˇuj´ıc´ı podporu JavaScriptu v projektu SwingBox
Projekt CSSBox definuje pro zdroj dokumentu trˇ´ıdu DocumentSource, pro cˇten´ı doku-
mentu ze zdroje dokumentu trˇ´ıdu DOMSource. Abychom jsme se drzˇeli zavedene´ praktiky
pro cˇten´ı dokumentu s uda´lostmi, v na´vrhu definujeme trˇ´ıdu EventDOMSource, ktera´ pouze
vnitrˇneˇ pouzˇ´ıva´ v kapitole 4.1 popsany´ EventDOMParser.
Nejveˇtsˇ´ı roli prˇi invokaci skriptu hraje v na´vrhu ScriptAnalyzer, ktery´ ma´ u uda´lost-
n´ıho parseru zaregistrovany´ vlastn´ı EventNodeListener. Prˇi prˇ´ıchodu uda´losti o zpracova´n´ı
elementu <script>, prˇecˇte ScriptAnalyzer skript v jeho teˇle, prˇ´ıpadneˇ nacˇte skript z URL
adresy uvedene´ v src atributu. Pokud skript neobsahoval atribut defer, tak se da´le necha´
ihned vykona´vat ve stroji DocumentScriptEngine. Stroj, ktery´ ma´ by´t pouzˇit pro aktu-
a´ln´ı skript, je z´ıska´n z instance trˇ´ıdy DocumentScriptManager na za´kladeˇ atributu type
elementu <script>, nebo z vy´choz´ıho uvedene´ho stroje v <meta> znacˇce (viz kapitola 2.1).
+initScriptEngine(doc : Document)
+ducumentChanged(oldDoc : Document, newDoc : Document, node : Node)
+evalScript(doc : Document, script : String)
+stopScriptEngine(doc : Document)
+isSupported(scriptName : String) : boolean
<<abstract>>
DocumentScriptEngine
Obra´zek 4.3: Diagram abstraktn´ı trˇ´ıdy DocumentScriptEngine
Pokud je skript vykova´va´n poprve´ v ra´mci uvedene´ho dokumentu, tak dojde u trˇ´ıdy
DocumentScriptEngine (obra´zek 4.3) i k zavola´n´ı metody initScriptEngine(), ktera´
vytvorˇ´ı globa´ln´ı scope pro vykona´va´n´ı skript˚u. V globa´ln´ım scope jsou pote´ vykona´va´ny
vsˇechny skripty na stra´nce. Skriptovac´ı stroj uchova´va´ jednotlive´ zaregistrovane´ dokumenty
a jejich vykona´vac´ı globa´ln´ı scope, dokud nen´ı webova´ stra´nka prˇenacˇtena a dokument nen´ı
zmeˇneˇn. O znicˇen´ı dokumentu bude stroj informova´n metodou stopScriptEngine().
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4.3 Injektova´n´ı objekt˚u do hlavn´ıho scope
Beˇhem implementace podpory klientske´ho JavaScriptu do projektu CSSBox se prˇedpokla´da´
vytvorˇen´ı velke´ho mnozˇstv´ı trˇ´ıd, ktere´ budou implementovat jednotlive´ aspekty JavaScriptu
pro prohl´ızˇecˇ. Prˇedpokla´da´ se, zˇe nove´ trˇ´ıdy budou vyv´ıjeny postupneˇ a iterativneˇ prˇida´vat
jednotlive´ funkcˇnosti. Bylo by vy´hodne´ oddeˇlit jednotlive´ nove´ funkce a odstranit potrˇebu
prˇ´ıme´ho za´sahu do trˇ´ıdy DocumentScriptEngine s prˇ´ıchodem nove´ho rozsˇ´ıˇren´ı.
+inject(context : ScriptContext) : boolean
+getPriority() : int

















Obra´zek 4.4: Diagram trˇ´ıd zna´zornˇuj´ıc´ı podporu injektova´n´ı rozsˇ´ıˇren´ı JavaScriptu
K separaci novy´ch implementovany´ch vlastnost´ı JavaScriptu byla navrzˇena technika in-
jekce funkcˇnosti do vytvorˇene´ho kontextu (obra´zek 4.4). Pro prˇida´n´ı nove´ funkcˇnosti do
globa´ln´ıho scope kontextu bude nutno realizovat abstraktn´ı trˇ´ıdu ScriptContextInject.
Samotnou injekci do globa´ln´ıho scope bude prova´deˇt metoda inject(). Aby skriptovac´ı
stroj veˇdeˇl, jaka´ rozsˇ´ıˇren´ı ma´ do sve´ho scope injektovat, meˇla by by´t jednotliva´ rozsˇ´ıˇren´ı
registrova´na u skriptovac´ıho stroje metodou installContextInject(). Injekce bude pro-
va´deˇna vzˇdy po vyhodnocen´ı neˇktere´ho skriptu nebo po inicializova´n´ı nove´ho dokumentu.
Porˇad´ı jednotlivy´ch injekc´ı bude v za´kladn´ı implementaci urcˇovat metoda getPriority().
Zda je injekce validn´ı (proveditelna´), bude z´ıska´va´no metodou isValid(). Prˇ´ıkladem, kdy
injekce by byla neproveditelna´, by mohla by´t naprˇ. situace, kdy nen´ı jesˇteˇ dokument u´plneˇ
nacˇten a neˇktere´ rozsˇ´ıˇren´ı by za´viselo pra´veˇ na existenci dokumentu.
Neusta´la´ instalace nove´ injekce rozsˇ´ıˇren´ı do skriptovac´ıho stroje s prˇ´ıchodem nove´ho
rozsˇ´ıˇren´ı by se postupem cˇasu nejevila jako dobre´ rˇesˇen´ı. Bylo by vy´hodne´, aby s novy´m
rozsˇ´ıˇren´ım dosˇlo i k automaticke´ instalaci tohoto rozsˇ´ıˇren´ı do skriptovac´ıho stroje, tzn.,
abychom dosa´hli obra´cen´ı rˇ´ızen´ı – IoC (Inversion of Control). Pro tento u´cˇel byla navrzˇena
trˇ´ıda ScriptContextInjector, ktera´ kromeˇ metod samotne´ injekce bude prova´deˇt i re-
gistraci rozsˇ´ıˇren´ı v odpov´ıdaj´ıc´ım skriptovac´ım stroji. Bude-li to implementacˇneˇ vhodne´,
bude se k z´ıska´n´ı reference registru skriptovac´ıch stroj˚u DocumentScriptManager z ob-
jekt˚u ScriptContextInjector pouzˇ´ıvat injekta´zˇ za´vislosti – DI (Dependency Injection).
Pro podporu DI je v pla´nu pouzˇ´ıt knihovnu Google Juice [6]. Ve trˇ´ıdeˇ ScriptContextIn-
jector se v za´vislosti na typu skriptu vyhleda´ v registru skriptovac´ıch stroj˚u odpov´ıdaj´ıc´ı
stroj, ve ktere´m probeˇhne registrace samotne´ injekce rozsˇ´ıˇren´ı.
Pokud cely´ na´vrh injektova´n´ı shrneme, tak automaticka´ registrace injekce rozsˇ´ıˇren´ı bude
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prob´ıhat v abstraktn´ı trˇ´ıdeˇ ScriptContextInjector. O tom, do jake´ho skriptovac´ıho stroje
by se meˇla injekce rozsˇ´ıˇren´ı vlozˇit, bude informovat pro jazyk JavaScript naprˇ. trˇ´ıda injek-
toru JavaScriptContextInjector. Samotna´ injekce rozsˇ´ıˇren´ı bude prˇitom implementova´na
azˇ specificky´mi injektory, jako jsou naprˇ. XMLHttpRequestInjector, ConsoleInjector,
apod.
4.4 Implementace stroje JavaScriptu podle normy JSR 223
Posledn´ı iterac´ı v integraci JavaScriptove´ho stroje do projektu CSSBox by bylo prˇizp˚u-
sobit skriptovac´ı stroj tak, aby splnˇoval bezpecˇnostn´ı prˇedpoklady pro beˇh v prohl´ızˇecˇi.
Budeme muset zabra´nit zejme´na prˇ´ıstupu do trˇ´ıd a bal´ık˚u Javy, ktere´ nenesou zˇa´dnou
funkcˇn´ı hodnotu pro implementaci klientske´ho JavaScriptu. Z d˚uvodu snazsˇ´ıho prˇechodu
na jiny´ skriptovac´ı stroj, naprˇ. Nashorn, by bylo vy´hodne´, aby byl stroj implementova´n
podle standardu JSR 223. Nashorn je vyv´ıjen se standardn´ım rozhran´ım jizˇ od za´kladu.
Pro tvorbu takove´ho stroje by se nab´ızelo vyuzˇ´ıt jizˇ existuj´ıc´ı stroj implementovany´
v Java API, ktery´ se nacha´z´ı v bal´ıku sun.org.mozilla.JavaScript. Trˇ´ıdy Java API jsou
ovsˇem fina´ln´ı nebo skryty, cozˇ bra´n´ı v jejich znovupouzˇit´ı. Nezby´va´ na´m nezˇ implementovat
vlastn´ı skriptovac´ı stroj, ktery´ rozsˇiˇruje za´kladn´ı trˇ´ıdu pro skriptovac´ı stroje Abstract-
ScriptEngine. Tento stroj bude pro implementaci samotne´ho skriptova´n´ı vyuzˇ´ıvat extern´ı
knihovnu Rhino. Rozhodnut´ı pro extern´ı knihovnu bylo ucˇineˇno z d˚uvodu, abychom nebyli
za´visl´ı na doda´vane´ knihovneˇ v JDK v bal´ıku sun.org.mozilla.JavaScript.internal.
Osamostatneˇn´ım od implementace JDK z´ıska´me kompletn´ı spra´vu nad verz´ı knihovny a ne-
budeme muset rˇesˇit prˇ´ıpadne´ proble´my s prˇ´ıchodem JDK 8, kde jizˇ Rhino zrˇejmeˇ nebude
ani v ra´mci za´kladn´ı distribuce JDK.
Zp˚usob, ktery´m by mohl by´t zhotoven JavaScriptovy´ stroj s implementovany´mi bezpecˇ-






























Obra´zek 4.5: Diagram trˇ´ıd zabezpecˇene´ho skriptavac´ıho stroje JavaScriptu
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Skriptovac´ı stroj spravuj´ıc´ı jednotlive´ nacˇtene´ webove´ dokumenty reprezentovany´ trˇ´ı-
dou JavaScriptDocumentEngine bude pouzˇ´ıvat instanci na´mi upravene´ho skriptovac´ıho
stroje nazvane´ho RestrictedRhinoScriptEngine. Aby byla splneˇna specifikace JSR 223,
tak bude tento stroj vytva´rˇen pomoc´ı tova´rny, ktera´ bude realizovat abstraktn´ı trˇ´ıdu Java
API ScriptEngineFactoryBase. Trˇ´ıda RestrictedRhinoScriptEngine bude implemen-
tovat abstraktn´ı trˇ´ıdu pro vsˇechny skriptovac´ı stroje AbstractScriptEngine. Jelikozˇ Ja-
vaScript umozˇnˇuje i volat funkce, bude dodatecˇneˇ implementova´no i rozhran´ı Invocable.
Na´mi implementovany´ stroj bude staticky vytva´rˇet objekty nejvysˇsˇ´ı u´rovneˇ a standardn´ı
objekty JavaScriptu, ktere´ budou spolecˇne´ pro globa´ln´ı scope a pro kazˇde´ vykona´va´n´ı
skriptu. Staticky bude vytvorˇena i tova´rna JavaShutterContextFactory pro vytva´rˇen´ı
kontextu, ktera´ implementuje ContextFactory. Tova´rna je automaticky vola´na knihovnou
Rhino pokazˇde´, kdyzˇ vstoup´ıme do nove´ho kontextu metodou Context.enter(). Tova´rna
kontextu bude instalovat do kontextu vlastn´ı obaluj´ıc´ı tova´rnu ShutterWrapFactory a ob-
jekt trˇ´ıdy JavaShutter slouzˇ´ıc´ı pro omezen´ı prˇ´ıstupu do jazyka Javy. Objekt omezuj´ıc´ı
bezpecˇnost bude viditelny´ i z tova´rny pro obalova´n´ı objekt˚u Javy.
Du˚vodem pro prˇedefinova´n´ı tova´rny obaluj´ıc´ı objekty, ktera´ je vola´na pro kazˇdou trˇ´ıdu,
objekt, metodu, primitivn´ı typ Javy pouzˇity´ v ko´du JavaScriptu, je pra´veˇ prˇida´n´ı podpory
rozmeˇlneˇn´ı bezpecˇnosti. Samotny´m u´cˇelem obaluj´ıc´ı tova´rny je doda´n´ı rozhran´ı Scriptable
do objekt˚u Javy, tak aby byly viditelne´ z ko´du JavaScriptu. Ve vlastn´ı implementaci tova´rny
budeme prova´deˇt prˇed obalen´ım polozˇky oveˇrˇen´ı, zda je polozˇka viditelna´. Pokud polozˇka
nema´ by´t viditelna´, tak nedojde k pozˇadovane´mu obalen´ı polozˇky, takzˇe polozˇka z ko´du
JavaScriptu nebude viditelna´.
Knihovna Rhino jizˇ obsahuje rozhran´ı ClassShutter pro zajiˇsteˇn´ı bezpecˇnosti prˇ´ıstupu
do Javy. Rozhran´ı ClassShutter vsˇak obsahuje pouze jednu metodu, ktera´ oveˇrˇ´ı, zda je
pozˇadovana´ trˇ´ıda viditelna´. Navrhnuta´ architektura na obra´zku 4.5 ovsˇem uva´d´ı rozmeˇlneˇn´ı
zabezpecˇen´ı do mensˇ´ıch polozˇek, jako jsou povolene´ metody, atributy aj. Takove´to rozmeˇl-
neˇn´ı bude zajiˇsteˇno objektem JavaShutter, ktery´ bude poskytovat informaci o tom, zda
je prˇistupovana´ trˇ´ıda, metoda, vlastnost apod. viditelna´ z ko´du JavaScriptu. Registrace vi-
ditelny´ch polozˇek bude implementacˇneˇ prova´deˇna manua´lneˇ zavola´n´ım urcˇite´ metody nad
objektem JavaShutter. Budeme mı´t ale i mozˇnost nechat viditelnost odvodit automaticky
podle anotace polozˇky. Pro viditelne´ polozˇky Javy zavedeme vlastn´ı anotaci @JSVisible.
Druhy´m bezpecˇnostn´ım omezen´ım bude omezen´ı adapte´ru zabezpecˇuj´ıc´ıho implemen-
taci rozhran´ı a abstraktn´ıch trˇ´ıd Javy – JavaAdapter. Prˇedpokla´da´ se, zˇe tato funkcˇnost
bude kompletneˇ zaka´za´na.
Po vyrˇesˇen´ı bezpecˇnosti budeme muset implementovat samotne´ propojen´ı rozhran´ı Rhina
a specifikace JSR 223. Du˚lezˇite´ bude vyrˇesˇit data binding pro kontext ScriptContext defi-
novany´ v te´to specifikaci. Abychom meˇli prˇehled o vsˇech promeˇnny´ch, ktere´ se ve hlavn´ım
scope nacha´z´ı, budeme muset vytvorˇit trˇ´ıdu vlastn´ıho scope. Scope (viz kapitola 3.1.2) je
klasicky´ JavaScriptovy´ objekt, ve ktere´m prob´ıha´ spousˇteˇn´ı skriptu, tud´ızˇ implementuje roz-
hran´ı Scriptable. Rozhran´ı specifikuje metody pro za´pis put() a z´ıska´n´ı atribut˚u get()
z objektu. Tyto metody jsou beˇhem vykona´va´n´ı skriptu na´lezˇiteˇ vola´ny. Zpeˇtne´ho vola´n´ı
metod vyuzˇijeme k nava´za´n´ı atribut˚u do objektu Bindings.
Vy´sˇe popsane´ praktiky jsou dostacˇuj´ıc´ı pro vytvorˇen´ı jednoduche´ho stroje, ktery´ vycha´z´ı
ze specifikace JSR 223. Po zavola´n´ı vykona´n´ı skriptu metodou eval(), bude pracovat stroj
tak, jak je popsa´no v na´sleduj´ıc´ıch kroc´ıch:
1. Vytvorˇ´ı se novy´ kontext zavola´n´ım Context.enter(), v ra´mci neˇhozˇ dojde i k zavola´n´ı
metody makeContext() trˇ´ıdy JavaShutterContextFactory;
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2. Vytvorˇ´ı se novy´ hlavn´ı scope, ktery´ bude nastavovat a cˇ´ıst Bindings objekt;
3. Do hlavn´ıho scope se vlozˇ´ı standardn´ı a globa´ln´ı objekty, ktere´ budou spolecˇne´ pro
vsˇechny skripty. Vlozˇen´ı probeˇhne nastaven´ım prototypu hlavn´ıho scope;
4. Spust´ı se skript nad vytvorˇeny´m kontextem a hlavn´ım scopem.
4.5 Integrace podpory JavaScriptu do SwingBoxu
Vsˇechny potrˇebne´ na´lezˇitosti pro zarˇazen´ı podpory JavaScriptu do projektu CSSBox byly
jizˇ navrzˇeny. Na´vrh probeˇhl konkre´tneˇ pro podprojekt SwingBox, ktery´ rozsˇiˇruje vy´choz´ı
CSSBox o reakci prvk˚u stra´nky na podneˇty prˇ´ıchoz´ı od uzˇivatele, tzn. zejme´na o mozˇnost
procha´zen´ı webove´ho obsahu.
Aby bylo mozˇne´ zakomponovat JavaScript do projektu SwingBox, bude nutno prove´st
registraci vlastn´ı CSSBoxAnalyzer trˇ´ıdy navrzˇene´ v kapitole 4.2. Kompletn´ı konfigurace,
kterou bude nutno prove´st pro prˇida´n´ı podpory JavaScriptu, je zna´zorneˇna na obra´zku 4.6.














Obra´zek 4.6: Sekvencˇn´ı diagram zna´zornˇuj´ıc´ı kroky integrace JavaScriptove´ho stroje
Z uvedene´ho diagramu je patrne´, zˇe pouha´ jedna registrace vlastn´ıho analyza´toru doku-
mentu ScriptAnalyzer bude pro prˇida´n´ı podpory JavaScriptu dostacˇuj´ıc´ı. Projekt Swin-
gBox zejme´na implementuje vlastn´ı zobrazovac´ı plochu pro webove´ stra´nky BrowserPane.
Zobrazovac´ı plochu vyuzˇijeme ve fina´ln´ı cˇ´ısti projektu pro tvorbu jednoduche´ho webove´ho
prohl´ızˇecˇe a zna´zorneˇn´ı funkcˇnosti skriptova´n´ı v HTML dokumentech. Trˇ´ıda pro zobrazo-
va´n´ı obsahu HTML stra´nky vyuzˇ´ıva´ pro vesˇkere´ cˇten´ı nove´ho dokumentu webove´ stra´nky
trˇ´ıdu SwingBoxEditrKit, ktera´ na´sledneˇ vola´ ContentReader, jenzˇ je prˇ´ımo spjat s ak-
tua´lneˇ zaregistrovany´m CSSBoxAnalyzer. Definic´ı vlastn´ı trˇ´ıdy ScriptAnalyzer z´ıska´me





Na´sleduj´ıc´ı kapitola pojedna´va´ o realizaci rozsˇ´ıˇren´ı projektu CSSBox o mozˇnost prova´deˇn´ı
skript˚u v (X)HTML dokumentech navrzˇene´m v kapitole 4. Vy´stupem realizace je volitelne´
rozsˇ´ıˇren´ı knihovny CSSBox v podobeˇ knihovny. Na´vod na kompilaci knihovny lze nale´zt
v prˇ´ıloze C. Popis implementace, ktery´m se tato kapitola bude zaby´vat, je zameˇrˇen na
uveden´ı nejza´kladneˇjˇs´ıch trˇ´ıd, metod cˇi funkc´ı, ktere´ implementuj´ı nejd˚ulezˇiteˇjˇs´ı cˇa´sti vy´-
sledne´ knihovny. Podrobny´ implementacˇn´ı popis lze nale´zt v programovy´ch dokumentac´ıch
na prˇilozˇene´m DVD (prˇ´ıloha A).
C´ılem implementace bylo prˇidat podporu pro skriptova´n´ı v (X)HTML dokumentech
a zahrnout podmnozˇinu aktua´ln´ı specifikace klientske´ho JavaScriptu. Aby bylo mozˇne´ im-
plementovat klientske´ skriptovac´ı enginy, bylo zapotrˇeb´ı vytvorˇit jednoduche´ ja´dro prohl´ı-
zˇecˇe implementuj´ıc´ı za´kladn´ı aspekty procha´zen´ı stra´nek (kapitola 5.1). Pro snadne´ prˇida´-
va´n´ı novy´ch klientsky´ch skriptovac´ıch engin˚u byla vytvorˇena abstraktn´ı architektura pro
skriptova´n´ı (kapitola 5.2), ze ktere´ vycha´z´ı i JavaScriptovy´ klientsky´ engine (kapitola 5.3).
Implementace te´to pra´ce se nacha´z´ı v podbal´ıc´ıch hlavn´ıho bal´ıku projektu ScriptBox
pojmenovane´m org.fit.cssbox.scriptbox. Na´zvy trˇ´ıd, ktere´ tyto podbal´ıky obsahuj´ı,
nebudou v te´to kapitole z d˚uvodu zjednodusˇen´ı a prˇehlednosti plneˇ kvalifikova´ny. Strucˇne´
popisy jednotlivy´ch bal´ık˚u jsou v prˇ´ıloze G.
5.1 Ja´dro prohl´ızˇecˇe a jeho rozhran´ı
Jednotlive´ implementace klientsky´ch skriptovac´ıch engin˚u vyuzˇ´ıvaj´ı r˚uzna´ rozhran´ı pro ko-
munikaci s prohl´ızˇecˇem a dokumentem, ve ktere´m jsou jejich skripty vlozˇeny. Teˇmito roz-
hran´ımi mysl´ıme naprˇ. rozhran´ı pro objekty Window, Location, History, Document aj. Aby
bylo mozˇne´ poskytnout implementaci pro tyto zmı´neˇne´ rozhran´ı, bylo nutne´ implementovat
jednoduche´ ja´dro pro procha´zen´ı HTML stra´nek.
V te´to kapitole se budeme zaby´vat obecny´m ja´drem pro procha´zen´ı HTML stra´nek. Je-
likozˇ soucˇasna´ implementace prob´ıhala prima´rneˇ pro JavaScriptovy´ engine, pop´ıˇseme take´
koresponduj´ıc´ı rozhran´ı, ktera´ jsou viditelna´ v klientske´m JavaScriptu. Jednotliva´ imple-
mentovana´ rozhran´ı se snazˇ´ı v maxima´ln´ı mozˇne´ mı´ˇre vyuzˇ´ıvat fundamenta´ln´ı koncept ja´dra
prohl´ızˇecˇe. Samotne´ ja´dro je s teˇmito rozhran´ımi prova´za´no jen minima´lneˇ.
V kapitole 5.1.1 nejprve definujeme za´kladn´ı pohled na prohl´ızˇecˇ jako na prohl´ızˇec´ı
jednotky kontextu. Kapitola 5.1.2 pojedna´va´ o uda´lostn´ı smycˇce, ktera´ zapouzdrˇuje vsˇechny
u´lohy prohl´ızˇecˇe. Navigace dokumentu a jeho navracen´ı procha´zen´ım historie je popsa´no
v kapitola´ch 5.1.5 a 5.1.6. Na´sleduj´ıc´ı kapitoly dokoncˇuj´ı vy´klad a prˇida´vaj´ı dalˇs´ı rozhran´ı,
ktera´ jsou viditelna´ z klientske´ho JavaScriptu.
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5.1.1 Za´kladn´ı koncepty prohl´ızˇecˇe
Prohl´ızˇecˇem budeme od te´to chv´ıle rozumeˇt uzˇivatelske´ho agenta, angl. user agent, at’ jizˇ
bude, nebo nebude slouzˇit k prohl´ızˇen´ı webu. Tento pojem bude reprezentovat instanci
cele´ho funkcˇn´ıho ja´dra, ktere´ umozˇnˇuje navigova´n´ı HTML dokument˚u a jiny´ch podporova-
ny´ch zdroj˚u.
V implementaci prˇedstavuje uzˇivatelske´ho agenta trˇ´ıda UserAgent, ktera´ shromazˇd’uje
nastaven´ı a umozˇnˇuje jednotny´ prˇ´ıstup ke sd´ıleny´m dat˚um. Hlavn´ı funkc´ı uzˇivatelske´ho
agenta je otev´ıra´n´ı a zav´ıra´n´ı procha´zec´ıch jednotek BrowsingUnit (obra´zek 5.1), neboli
jednotek, ktere´ zapouzdrˇuj´ı kontext na nejvysˇsˇ´ı u´rovni (okno, prohl´ızˇec´ı panel) pro zobra-
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Obra´zek 5.1: Diagram trˇ´ıd procha´zec´ı jednotky vytva´rˇene´ uzˇivatelsky´m agentem
Uvnitrˇ jednotek je da´le uchova´va´na reference na uda´lostn´ı smycˇku (kapitola 5.1.2), his-
torii procha´zen´ı (kapitola 5.1.6) a za´sobn´ık pra´veˇ prova´deˇny´ch skript˚u (kapitola 5.2.1), ktere´
jsou spolecˇne´ pro vsˇechny obsazˇene´ procha´zec´ı kontexty. Vsˇechny vy´sˇe zmı´neˇne´ objekty jsou
vytva´rˇeny v ra´mci konstrukce procha´zec´ı jednotky.
Vy´sˇe jsme zmı´nili, zˇe procha´zec´ı jednotka vytva´rˇ´ı procha´zec´ı kontexty. T´ımto kontextem
rozumı´me prostrˇed´ı, ve ktere´m jsou prezentova´ny dokumenty uzˇivateli. Beˇhem navigova´n´ı
stra´nek docha´z´ı ke zmeˇneˇ dokument˚u, nikoliv vsˇak procha´zec´ıho kontextu, ktery´ je po celou
zˇivotnost (naprˇ. okna prohl´ızˇecˇe) nemeˇnny´. Procha´zec´ı kontexty poskytuj´ı jaky´si obal nad
navigovany´mi dokumenty a informuj´ı o pra´veˇ aktivn´ım dokumentu.
Procha´zec´ı kontexty mohou by´t r˚uzneˇ hierarchicky stromoveˇ zanorˇeny. Korˇen stromu
je umı´steˇn vzˇdy v procha´zec´ı jednotce, pokud zanedba´me pomocne´ procha´zec´ı kontexty
AuxiliaryBrowsingContext. Zanorˇen´ı vznika´ zejme´na d´ıky procha´zec´ım kontext˚um vy-
tvorˇeny´ch prˇes <iframe> znacˇky, ktere´ mohou obsahovat zanorˇene´ dokumenty.
Pokud je uzˇivatelsky´m agentem agent, ktery´ obsahuje uzˇivatelske´ prostrˇed´ı, tak ma´
procha´zec´ı kontext velmi bl´ızke´ prova´za´n´ı pra´veˇ na toto uzˇivatelske´ prostrˇed´ı, ve ktere´m
je zobrazova´n dokument. Proto byl kontext zvolen i pro definici rozhran´ı umozˇnˇuj´ıc´ıho
za´kladn´ı prˇ´ıstup k uzˇivatelske´mu rozhran´ı z klientsky´ch skript˚u. V kontextu se nacha´z´ı roz-
hran´ı naprˇ´ıklad pro navigacˇn´ı pole, statusovy´ panel, posuvn´ıky aj. Podle HTML 5 jsou tato
uzˇivatelska´ rozhran´ı viditelna´ skrze BarProp rozhran´ı. Abychom odst´ınili vytva´rˇen´ı novy´ch
”
schopneˇjˇs´ıch“ procha´zec´ıch kontext˚u prˇi kazˇde´ potrˇebeˇ na zmeˇnu uzˇivatelske´ho rozhran´ı,
je mozˇne´ tato rozhran´ı nastavovat v obecny´ch a jizˇ implementovany´ch procha´zec´ıch kon-
textech pomoc´ı odpov´ıdaj´ıc´ıch setter˚u. Jelikozˇ za´kladn´ı uzˇivatelsky´ agent UserAgent zˇa´dne´
uzˇivatelske´ prostrˇed´ı nedefinuje, za´kladn´ı implementace procha´zec´ıch kontext˚u neposkytuje
ani kompletn´ı implementaci BarProp rozhran´ı. Implementace je provedena pouze formou ne-
kompletn´ıch metod, zna´my´ch angl. pod pojmem stubs, ktery´ budeme od te´to chv´ıle v textu
da´le pouzˇ´ıvat.
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Abstraktn´ı trˇ´ıdu pro vsˇechny procha´zec´ı kontexty prˇedstavuje trˇ´ıda BrowsingContext
(obra´zek 5.2), ktera´ obsahuje metody pro vytva´rˇen´ı a hierarchickou strukturalizaci procha´-
zec´ıch kontext˚u a ostatn´ı funkcionalitu spolecˇnou pro vsˇechny specificke´ kontexty. Trˇ´ıda
vlastn´ı referenci na historii sezen´ı SessionHistory (kapitola 5.1.6), navigacˇn´ı kontroler
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Obra´zek 5.2: Diagram trˇ´ıd procha´zec´ıho kontextu
Nejd˚ulezˇiteˇjˇs´ımi atributy trˇ´ıdy BrowsingContext jsou:
• creatorDocument – reference na dokument, ktery´ vytvorˇil procha´zec´ı kontext;
• container – element, v ra´mci neˇhozˇ byl vytvorˇen procha´zec´ı kontext;
• name – jme´no procha´zec´ıho kontextu.
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Obra´zek 5.3: Diagram trˇ´ıd hierarchie procha´zec´ıch kontext˚u
Z trˇ´ıdy kontextu deˇd´ı dalˇs´ı abstraktn´ı trˇ´ıda IFrameContainerBrowsingContext, ktera´
je urcˇena pro vsˇechny procha´zec´ı kontexty, jezˇ mohou vytva´rˇet zanorˇene´ procha´zec´ı prˇes
znacˇky <iframe>. Dalˇs´ı trˇ´ıdy WindowBrowsingContext a IFrameBrowsingContext repre-
zentuj´ı jizˇ konkre´tn´ı procha´zec´ı kontexty. Trˇ´ıda WindowBrowsingContext prˇedstavuje kon-
text na nejvysˇsˇ´ı u´rovni – tedy na u´rovni okna. Druha´ trˇ´ıda IFrameBrowsingContext pak
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pln´ı funkci vnorˇene´ho kontextu vytva´rˇene´ho uvnitrˇ IFrameContainerBrowsingContext
prˇes znacˇku <iframe>. Pomocny´ kontext AuxiliaryBrowsingContext je dalˇs´ım kontex-
tem na nejvysˇsˇ´ı u´rovni s t´ım rozd´ılem, zˇe nen´ı vytva´rˇen procha´zec´ı jednotkou jako u kon-
textu okna. Kontext je naopak vytva´rˇen libovolny´m specificky´m kontextem, ktery´ potrˇebuje
otevrˇ´ıt nove´ okno, vznikaj´ıc´ım naprˇ. navigac´ı c´ıle _blank.
V pr˚ubeˇhu implementace se naskytla potrˇeba pro z´ıska´va´n´ı notifikac´ı z procha´zec´ıch
kontext˚u prˇi vy´skytu urcˇite´ uda´losti, a tak byl implementova´n jednoduchy´ observer me-
chanismus nad procha´zec´ımi kontexty. Procha´zec´ı kontext BrowsingContext mu˚zˇe vyvolat
uda´losti:
• INSERTED – po vlozˇen´ı nove´ho zanorˇene´ho kontextu do dane´ho kontextu;
• REMOVED – prˇi smaza´n´ı vnorˇene´ho kontext z dane´ho kontextu;
• DESTROYED – pokud je dany´ kontext zrusˇen.
5.1.2 Uda´lostn´ı smycˇka
Abychom mohli pokracˇovat ve vy´kladu, je zapotrˇeb´ı se sezna´mit s uda´lostn´ı smycˇkou, ktera´
obsluhuje u´lohy uzˇivatelske´ho agenta. Uda´lostn´ı smycˇka umozˇnˇuje u´lohy dle potrˇeby mazat,
r˚uzneˇ filtrovat nebo je oddeˇlit podle jejich typu – zdroje u´lohy. Smycˇka da´le sjednocuje
prˇ´ıstup k API uzˇivatelske´ho agenta v jednom vla´kneˇ, aby nedocha´zelo k race condition
a ulehcˇilo se rˇesˇen´ı vy´lucˇny´ch sekc´ı. Asynchronn´ı zˇa´dosti na API, jako je naprˇ. navigova´n´ı
stra´nek nebo procha´zen´ı historie, v urcˇite´m cˇase vzˇdy zajist´ı vlozˇen´ı nove´ u´lohy do uda´lostn´ı
smycˇky.
V implementaci je uda´lostn´ı smycˇka reprezentova´na trˇ´ıdou EventLoop a je vytva´rˇena
procha´zec´ı jednotkou v ra´mci jej´ı konstrukce. Zjednodusˇeny´ diagram trˇ´ıd zna´zornˇuj´ıc´ı funkci
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Obra´zek 5.4: Diagram trˇ´ıd uda´lostn´ı smycˇky
Nejd˚ulezˇiteˇjˇs´ı metoda smycˇky je queueTask(), ktera´ vkla´da´ nove´ u´lohy Task do front
u´loh TaskQueues v za´vislosti na tom, o jakou frontu se jedna´. Rozliˇsen´ı front je doc´ı-
leno zdrojem u´lohy TaskSource. Vkla´da´n´ı u´loh a jej´ı vyb´ıra´n´ı zprostrˇedkova´va´ pla´novacˇ
TaskQueuesScheduler.
Kromeˇ operace na vkla´da´n´ı novy´ch u´loh obsahuje uda´lostn´ı smycˇka r˚uzne´ variace metod
na filtraci a maza´n´ı u´loh. Tyto metody obsahuj´ı ve svy´ch na´zvech prefixy filter...()
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a remove...(). Prˇi konstrukci smycˇky se vytva´rˇ´ı nove´ vla´kno, ktere´ cˇeka´, dokud nen´ı
napla´nova´na nova´ u´loha pla´novacˇem u´loh. Obecneˇ plat´ı, zˇe uda´lostn´ı smycˇka je vla´knoveˇ
bezpecˇna´. Pokud si prˇejeme pozdrzˇet vla´kno, ktere´ vlozˇilo u´lohu do front u´loh, lze toho
doc´ılit metodou queueTaskAndWait(), ktera´ interneˇ vola´ metodu join() nad danou u´lohou.
Pokud bychom pouzˇili metodu queueTaskAndWait() prˇ´ımo z vykona´vac´ıho vla´kna smycˇky,
dosˇlo by k jeho zablokova´n´ı. Proto je zapotrˇeb´ı vyuzˇ´ıt jiny´ch technik, naprˇ. zavola´n´ı metody
spin() pote´, co je vlozˇena nova´ u´loha.
Metoda spin() a jej´ı variace s prefixem spin...() zajiˇst’uj´ı rotaci uda´lostn´ı smycˇky.
Rotac´ı rozumı´me prˇerusˇen´ı aktua´lneˇ prova´deˇne´ u´lohy a jej´ı opeˇtovne´ vlozˇen´ı, prˇicˇemzˇ vlo-
zˇen´ı mu˚zˇe by´t r˚uzneˇ zpozˇdeˇno. Za´kladn´ı metoda na rotaci spin() vkla´da´ u´lohu ihned do
front u´loh, zat´ımco metoda spinForCondition() cˇeka´ na splneˇn´ı urcˇite´ podmı´nky. Pod-
mı´nky jsou implementova´ny rozhran´ım Runnable, jehozˇ metoda run() je prˇi zˇa´dosti na
odlozˇene´ vlozˇen´ı zavola´na ve specia´ln´ım vla´kneˇ. Po skoncˇen´ı vla´kna dojde teprve ke vlozˇen´ı
u´lohy do front u´loh. Prˇerusˇen´ı pra´veˇ prob´ıhaj´ıc´ı u´lohy je zajiˇsteˇno vyhozen´ım kontrolovane´
vy´jimky TaskAbortedException, ktera´ pokud nen´ı nikde odchycena, je propagova´na azˇ do
uda´lostn´ı smycˇky. Smycˇka po zachycen´ı dane´ vy´jimky zacˇne povazˇovat pra´veˇ vykona´vaj´ıc´ı
u´lohu jako za dokoncˇenou. U´loha, ktera´ je vlozˇena rotac´ı smycˇky do front u´loh, je kopi´ı
stare´ u´lohy ovsˇem s novy´m vykona´vac´ım teˇlem, jezˇ je prˇeda´va´no jako actionAfter para-
metr do metod pro rotace. Rotac´ı uda´lostn´ı smycˇky lze vyuzˇ´ıt naprˇ. beˇhem posouva´n´ı na
fragment stra´nky, prˇicˇemzˇ stra´nka nen´ı jesˇteˇ sta´le kompletn´ı. V tomto prˇ´ıpadeˇ lze rotac´ı
zaprˇ´ıcˇinit cˇeka´n´ı na dany´ fragment a pote´, co je vlozˇen do dokumentu, vlozˇit u´lohu, ktera´
zajist´ı posunut´ı na dany´ fragment.
Jak v´ıme, kazˇda´ u´loha mus´ı rozsˇiˇrovat abstraktn´ı trˇ´ıdu Task. U´loha mus´ı by´t da´le take´
asociova´na s dokumentem a mus´ı ne´st zdroj, podle ktere´ho se rozhoduje, do jake´ fronty se
ma´ u´loha zarˇadit. Polozˇka dokumentu v u´loze velmi cˇasto slouzˇ´ı k urcˇen´ı c´ıle u´lohy, cˇehozˇ
se vyuzˇ´ıva´ prˇi odstranˇova´n´ı u´loh pro dokumenty, ktere´ vystoupily z procha´zec´ıho kontextu,
naprˇ. pokud dosˇlo k navigaci na jiny´ dokument.
Fronty u´loh TaskQueues jsou rozsˇ´ıˇren´ım hasˇovac´ı tabulky, ktera´ mapuje zdroje u´loh na
fronty prˇiˇrazene´ k tomuto zdroji. Trˇ´ıda TaskQueues prˇida´va´ nove´ metody pro intuitivneˇjˇs´ı
pra´ci s frontami u´loh – metody pro vyhleda´va´n´ı u´loh ve fronta´ch, jejich filtraci a odstranˇo-
va´n´ı.
C´ılem pla´novacˇe u´loh TaskQueuesScheduler bylo zajistit oddeˇlene´ pla´nova´n´ı u´loh od
uda´lostn´ı smycˇky a umozˇnit v budoucnu r˚uzne´ implementace pla´nova´n´ı. Tak jako uda´lostn´ı
smycˇka, ma´ pla´novacˇ vlastn´ı vla´kno pro pla´nova´n´ı. Prˇes sve´ rozhran´ı prˇij´ıma´ nove´ u´lohy,
ktere´ vkla´da´ do front u´loh. Ve vlastn´ım vykona´vac´ım vla´kneˇ tyto u´lohy podle pla´novac´ıho
algoritmu vyb´ıra´ a vkla´da´ je do fronty napla´novany´ch u´loh. V soucˇasnosti jedina´ implemen-
tace pla´novacˇe u´loh RoundRobinScheduler zajiˇst’uje rotacˇn´ı odeb´ıra´n´ı u´loh z front u´loh,
prˇicˇemzˇ pokud je neˇktery´ zdroj u´lohy neaktivn´ı a jeho fronta je pra´zdna´, je po urcˇite´m
cˇasove´m kvantu vnitrˇn´ım cˇasovacˇem odstraneˇn z pole pro rotaci.
5.1.3 Stahova´n´ı zdroj˚u
Prˇedt´ım nezˇ prˇejdeme k popisu dokumentu a jeho parsova´n´ı, pop´ıˇseme v na´sleduj´ıc´ı kapi-
tole, jak je rˇesˇeno jeho stazˇen´ı. Stahova´n´ı bylo rˇesˇeno obecneˇ pro r˚uzne´ typy komunikacˇn´ıch
protokol˚u a pro r˚uzne´ typy forma´t˚u obsahu. Jelikozˇ lze stahovat r˚uzne´ druhy obsahu, niko-
liv pouze dokumenty, budeme se v te´to kapitole bavit pouze o zdroj´ıch. Pokud nen´ı obsahem
zdroje prˇ´ımo dokument, jsou obsahy cˇasto zpracova´va´ny a do dokumentu dodatecˇneˇ vkla´-
da´ny. Zpracova´va´n´ı obsahu zdroj˚u pop´ıˇseme bl´ızˇe v na´sleduj´ıc´ı kapitole 5.1.4.
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Za´kladn´ı trˇ´ıdou pro vsˇechny zdroje je v implementaci trˇ´ıda Resource (obra´zek 5.5).
Trˇ´ıda poskytuje vstupn´ı datovy´ tok obsahu zdroje, nese za´kladn´ı informace o tom, z jake´
adresy byl zdroj z´ıska´n a typu jeho obsahu. Informuje, zda zdroj je dostupny´ nebo jestli
by meˇlo by´t provedeno prˇesmeˇrova´n´ı. Pokud je zdroj z´ıska´va´n pomoc´ı URLConnection
rozhran´ı, existuje v implementaci blizˇsˇ´ı reprezentace pro tyto zdroje – abstraktn´ı trˇ´ıda
URLConnectionResource. Byly implementova´ny celkem cˇtyrˇi druhy konkre´tn´ıch zdroj˚u:
HttpResource, HttpsResource, FileResource a JavaScriptResource. V soucˇasne´ dobeˇ
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Obra´zek 5.5: Diagram trˇ´ıd abstraktn´ı trˇ´ıdy pro vsˇechny zdroje
Pokud hovorˇ´ıme o stazˇen´ı zdroje, ma´me na mysli nava´za´n´ı prˇipojen´ı a podle dane´ho
protokolu komunikaci se serverem. Komunikaci se serverem a vytva´rˇen´ı konkre´tn´ıho zdroje
zajiˇst’uj´ı trˇ´ıdy ovladacˇ˚u – trˇ´ıdy rozsˇiˇruj´ıc´ı abstraktn´ı trˇ´ıdu pro ovladacˇe FetchHandler.
Kazˇdy´ konkre´tn´ı ovladacˇ vytva´rˇ´ı jeden z vy´sˇe zmı´neˇny´ch specificky´ch zdroj˚u (obra´zek 5.6).
Pro stazˇen´ı zdroje je vycˇleneˇna metoda fetch(), ktera´ vnitrˇneˇ zavola´ chra´neˇnou metodu
fetchImpl(). Pokud byl ovladacˇ vytvorˇen v synchronn´ım mo´du, pak tato operace zp˚u-
sob´ı blokova´n´ı do doby stazˇen´ı zdroje. Pro z´ıska´n´ı noveˇ stazˇene´ho zdroje slouzˇ´ı metoda
















+isFetchable(url : URL) : boolean
+getFetch(url : URL) : Fetch
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Obra´zek 5.6: Diagram trˇ´ıd registru ovladacˇ˚u
V praxi prˇi z´ıska´va´n´ı zdroje ma´me k dispozici pouze jeho URL. Nev´ıme prˇedem, jaky´
ovladacˇ pro jeho stazˇen´ı pouzˇ´ıt. Prˇesto bychom chteˇli mı´t jednotne´ rozhran´ı, ktere´ by prˇe-
vzalo prˇedanou URL a vyhodnotilo, zda je zdroj stazˇitelny´, poprˇ. ho i sta´hlo. Za t´ımto u´cˇe-
lem vznikl registr vsˇech ovladacˇ˚u FetchRegistry, ktery´ shromazˇd’uje vsˇechny podporovane´
ovladacˇe a umozˇnˇuje nad nimi vyhleda´vat podle protokolu prˇedane´ URL. Registr registruje
trˇ´ıdy ovladacˇ˚u a vytva´rˇ´ı na neˇ asociace v za´vislosti na tom, jake´ protokoly podporuj´ı. Pod-
porovane´ protokoly jsou z´ıska´va´ny ze specia´ln´ı anotace trˇ´ıdy FetchHandlerPreamble, ktera´
mus´ı by´t prˇ´ıtomna u kazˇde´ trˇ´ıdy registrovane´ho ovladacˇe.
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5.1.4 Zpracova´va´n´ı obsahu zdroj˚u
V prˇedesˇle´ kapitole 5.1.3 bylo popsa´no, jak lze z´ıska´vat zdroje. Zdroje mus´ı by´t ovsˇem v za´-
vislosti na typu obsahu da´le zpracova´va´ny, prˇevedeny na dokument a azˇ pote´ mohou by´t
zobrazeny. Pro zpracova´va´n´ı byla zvolena podobna´ na´vrhova´ mysˇlenka jako pro z´ıska´va´n´ı
zdroj˚u. Byl implementova´n registr tova´ren ovladacˇ˚u ContentHandlerRegistry, ktery´ spra-
vuje tova´rny ovladacˇ˚u pro r˚uzne´ typy obsah˚u a z´ıska´va´ instance ovladacˇ˚u v za´vislosti na










+registerMimeContentFactory(factoryClass : Class<? extends MimeContentFactory>, args : Object [])
+unregisterMimeContentFactory(factoryClass : Class<? extends MimeContentFactory>)
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Obra´zek 5.7: Diagram trˇ´ıd registru tova´ren ovladacˇ˚u
Trˇ´ıda ovladacˇe, ktera´ zajiˇst’uje zpracova´va´n´ı dane´ho typu obsahu, mus´ı by´t konkre´tn´ı
trˇ´ıdou nad abstraktn´ı trˇ´ıdou ContentHandler. Pro zpracova´n´ı obsahu se vola´ verˇejna´ me-
toda perform(), ktera´ prˇij´ıma´ zdroj ke zpracova´n´ı. V soucˇasne´ dobeˇ je implementova´n
pouze jeden ovladacˇ – na zpracova´va´n´ı HTML dokument˚u HtmlDocumentHandler, ktery´
vkla´da´ do uda´lostn´ı smycˇky u´lohu, jezˇ zajiˇst’uje tvorbu dokumentu, prˇida´n´ı nove´ho doku-
mentu do historie, jej´ı aktualizaci a v posledn´ı rˇadeˇ zaha´jen´ı parsova´n´ı dokumentu. V im-
plementaci jsou take´ prˇipraveny na´vrhy trˇ´ıd ovladacˇ˚u na zpracova´va´n´ı obra´zk˚u, textovy´ch
soubor˚u, XML dokument˚u, me´di´ı aj.
Z d˚uvodu potrˇeby podobne´ funkcˇnosti v jine´ cˇa´sti implementace – vy´beˇru skriptova-
c´ıho enginu v za´vislosti na MIME typu skriptu (viz kapitola 5.2.2) byly implementova´ny
genericke´ trˇ´ıdy pro spra´vu tova´ren objekt˚u jake´hokoliv typu. Abstraktn´ı tova´rna, ktera´
obsluhuje z´ıska´va´n´ı obsah˚u podporovane´ho MIME typu, je v implementaci reprezentova´na
trˇ´ıdou MimeContentFactoryBase. Kazˇda´ konkre´tn´ı tova´rna redefinuje metodu pro vytva´-
rˇen´ı obsahu getContent() a metody pro zjiˇsteˇn´ı podporovany´ch MIME typ˚u. Rozliˇsujeme
dva druhy MIME typ˚u:
• explicitneˇ podporovane´ – typy, ktere´ prˇedem mu˚zˇeme urcˇit a o ktery´ch v´ıme, zˇe
tova´rna bude tyto typy podporovat, tzn. zna´me celou jejich podobu, naprˇ. text/html.
Pro zjiˇsteˇn´ı teˇchto typ˚u slouzˇ´ı metoda getExplicitlySupportedMimeTypes();
• implicitneˇ podporovane´ – typy, kde rozhodne o jejich platnosti azˇ jejich forma´t,
cˇa´stecˇna´ shoda, naprˇ. pouze prefix text/; Pro test, zda se jedna´ o implicitneˇ podpo-
rovany´ typ je vycˇleneˇna´ metoda isImplicitlySupported().
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5.1.5 Navigace mezi dokumenty
V kapitole 5.1.3 byla popsa´na metodika, jak se z´ıska´vaj´ı zdroje, jezˇ lze vyuzˇ´ıt nejenom pro
stahova´n´ı dokument˚u, ale i pro z´ıska´va´n´ı soubor˚u kaska´dovy´ch styl˚u nebo extern´ıch skript˚u
beˇhem nacˇ´ıta´n´ı stra´nky. Prˇedchoz´ı kapitola 5.1.4 se zaby´vala vy´hradneˇ zpracova´n´ım obsahu
zdroje, vytva´rˇen´ım dokumentu a jeho zobrazen´ım. Cely´ proces, ktery´ zahrnuje stazˇen´ı zdroje
a na´sledne´ zobrazen´ı dokumentu, prˇicˇemzˇ je zmeˇneˇn prˇedchoz´ı aktivn´ı dokument, lze nazvat
navigac´ı mezi dokumenty.
Pozˇadavky na navigova´n´ı nove´ho dokumentu mohou prˇicha´zet asynchronneˇ. V imple-
mentaci je vstupn´ım bodem pro prˇ´ıchod novy´ch pozˇadavk˚u navigacˇn´ı kontroler – trˇ´ıda
NavigationController. Kontroler vsˇechny pozˇadavky registruje a pokousˇ´ı se je obslouzˇit.
Obsluha pozˇadavk˚u je delegova´na trˇ´ıdeˇ pozˇadavku NavigationAttempt, ktera´ o aktua´l-
n´ım stavu zpracova´n´ı pozˇadavku informuje sv˚uj kontroler pomoc´ı callback metod rozhran´ı
NavigationAttemptCallback. Callback metody informuj´ı o na´sleduj´ıc´ıch stavech:
• vyzra´n´ı – navigovany´ dokument byl prˇida´n do historie, ale sta´le nen´ı kompletn´ı;
• zrusˇen´ı – navigace byla zrusˇena uzˇivatelem nebo kv˚uli neˇjake´ chybeˇ;
• dokoncˇen´ı – navigace byla kompletneˇ provedena;
• vy´beˇru kontextu – byl vybra´n efektivn´ıho procha´zec´ı kontext pro navigaci.
Navigace prˇecha´z´ı do jednotlivy´ch stav˚u zavola´n´ım koresponduj´ıc´ıch metod navigace:
complete(), cancel() nebo mature(). V za´vislosti na tom, jaka´ callback metoda byla na-
vigacˇn´ım pozˇadavkem zavola´na, je v navigacˇn´ım kontroleru provedena k tomu odpov´ıdaj´ıc´ı
akce. Prˇi vy´beˇru c´ılove´ho kontextu je pozˇadavek zaregistrova´n v kontroleru, naopak prˇi
zrusˇen´ı nebo dokoncˇen´ı pozˇadavku je pozˇadavek zcela odregistrova´n. Jelikozˇ bylo zˇa´douc´ı
informovat o stavech prova´deˇn´ı pozˇadavk˚u uvnitrˇ navigacˇn´ıho kontroleru i vneˇjˇs´ı okol´ı, byl
vytvorˇen opeˇt jednoduchy´ observer nad navigacˇn´ım kontrolerem. Uda´losti, ktere´ mohou by´t
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Obra´zek 5.8: Diagram trˇ´ıd navigacˇn´ıho kontroleru
Navigacˇn´ı kontroler vytva´rˇ´ı celkem dva typy navigac´ı. Prvn´ım typem navigace je navi-
gace NewNavigationAttempt, ktera´ vznika´ po zavola´n´ı metody navigate() a ktera´ prˇida´va´
do historie novy´ navigovany´ dokument. Druhy´ typ navigace UpdateNavigationAttempt
vznikaj´ıc´ı zavola´n´ım metody update() prˇep´ıˇse dokument prˇedane´ho za´znamu historie, ktery´
je t´ımto aktualizova´n.
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K vytvorˇen´ı navigacˇn´ıho pozˇadavku je zapotrˇeb´ı nastavit:
• navigationController – navigacˇn´ı kontroler, ktery´ vlastn´ı tento pozˇadavek;
• sourceBrowsingContext – c´ılovy´ procha´zec´ı kontext, kde navigace bude prob´ıhat;
• url – adresu navigovane´ho zdroje;
• exceptionEnabled – nastaveno pokud se maj´ı generovat DOM vy´jimky;
• explicitSelfNavigationOverride – kdyzˇ je nastaveno, bude c´ılovy´m procha´zec´ım
kontextem zvolen procha´zec´ı kontext navigacˇn´ıho kontroleru a nebude se vyhodnoco-
vat efektivn´ı procha´zec´ı kontext;
• replacementEnabled – nastaveno pokud zˇa´da´me, aby byl prˇepsa´n pra´veˇ aktivn´ı za´-
znam historie a smaza´ny vsˇechny jeho na´sleduj´ıc´ı za´znamy.
Pro vykona´n´ı a spusˇteˇn´ı navigacˇn´ıho algoritmu je vycˇleneˇna´ metoda perform(). Algo-
ritmus prova´d´ı zjednodusˇeneˇ na´sleduj´ıc´ı body:
• bezpecˇnostn´ı kontroly – testuje se, zda lze navigovat c´ılovy´ procha´zec´ı kontext;
• vy´beˇr efektivn´ıho c´ılove´ho procha´zec´ıho kontextu – pokud nen´ı navigace pro-
va´deˇna v procha´zec´ım kontextu <iframe> se seamless atributem elementu, pak je
efektivn´ı c´ılovy´ kontext vzˇdy totozˇny´ s vybrany´m c´ılovy´m procha´zec´ıcm kontextem;
• navigace na fragment dokumentu – kdyzˇ navigujeme pouze fragment dokumentu,
pak se provede okamzˇita´ navigace na pozici fragmentu, aktualizuje se historie a t´ımto
bodem navigace ihned koncˇ´ı;
• uvolneˇn´ı dokumentu – aktivn´ı dokument c´ılove´ho kontextu je uvolneˇn;
• z´ıska´n´ı ovladacˇe na stazˇen´ı zdroje – prˇi u´speˇchu prˇecha´z´ı navigacˇn´ı pozˇadavek
do asynchronn´ıho zpracova´va´n´ı;
• prˇesmeˇrova´n´ı – kdyzˇ je zapotrˇeb´ı prˇesmeˇrovat na jiny´ zdroj;
• z´ıska´n´ı ovladacˇe – vyhleda´n´ı ovladacˇe v registru ContentHandlerRegistry;
• zpracova´n´ı zdroje – zavola´n´ı metody process() nad vyhledany´m ovladacˇem.
Vy´sˇe popsane´ trˇ´ıdy navigova´n´ı se ty´kaly ja´dra uzˇivatelske´ho agenta. Navigovat doku-
menty je ovsˇem prˇ´ıstupne´ i z klientske´ho JavaScriptu. Pro tento u´cˇel slouzˇ´ı verˇejne´ rozhran´ı
Location, ktere´ bylo take´ zcela implementova´no (obra´zek 5.9). Kazˇdy´ dokument procha´-
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Obra´zek 5.9: Diagram trˇ´ıd rozhran´ı Location
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Pro implementaci bylo vyuzˇito navigacˇn´ıho kontroleru. Metody assign() a reload()
volaj´ı metodu kontroleru navigate() s nastaveny´m prˇ´ıznakem replacementEnabled. Me-
toda assign() naviguje novy´ dokument bez prˇepsa´n´ı pra´veˇ aktivn´ıho dokumentu, prˇ´ıznak
replacementEnabled nen´ı nastaven. Vsˇechny metody nastavuj´ı exceptionEnabled, takzˇe
jsou navigacˇn´ım pozˇadavkem generova´ny bezpecˇnostn´ı vy´jimky.
5.1.6 Procha´zen´ı historie
Beˇhem navigova´n´ı stra´nek docha´z´ı ke zmeˇneˇ aktivn´ıch dokument˚u. Vsˇechny prˇedchoz´ı na-
vigovane´ dokumenty jsou nada´le uchova´va´ny v historii sezen´ı. Pr˚uchodem historie sezen´ı
jde kdykoliv navracet dokumenty, ktere´ nejsou momenta´lneˇ aktivn´ı v soucˇasne´m procha´-
zec´ım kontextu. Historie sezen´ı se vytva´rˇ´ı v ra´mci konstrukce procha´zec´ıho kontextu, jenzˇ
danou historii vlastn´ı. Historii sezen´ı si lze prˇedstavit jako pole vsˇech neˇkdy navigovany´ch


















Obra´zek 5.10: Vizualizace historie sezen´ı se za´znamy mezi ktery´mi lze posouvat
V implementaci je historie sezen´ı prˇedstavova´na trˇ´ıdou SessionHistory (obra´zek 5.11).
Historie je implementova´na jako linea´rn´ı list za´znamu˚ historie SessionHistoryEntry. Za´-
znam historie mus´ı minima´lneˇ uchova´vat adresu zdroje, odkud byl dokument z´ıska´n. Da´le
by meˇl za´znam obsahovat dokument, ktery´ byl vytvorˇen beˇhem navigace, jezˇ vytvorˇila
tento za´znam. A dodatecˇneˇ mu˚zˇe za´znam uchova´vat titulek a datum navsˇt´ıven´ı stra´nky,
stavovy´ objekt StateObject a uzˇivatelsky´ kontext UserPersistedState. Stavovy´m ob-
jektem rozumı´me objekty, ktere´ lze v historii uchova´vat prˇes rozhran´ı History, popsane´
n´ızˇe. Uzˇivatelsky´m kontextem rozumı´me prostor pro ukla´da´n´ı naprˇ. pozic posuvn´ık˚u prˇed
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Obra´zek 5.11: Diagram trˇ´ıd historie sezen´ı
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Tak jako u procha´zec´ıch kontext˚u a navigacˇn´ıho kontroleru, implementuje objekt historie
sezen´ı jednoduchy´ observer mechanismus. Typy uda´lost´ı generovane´ histori´ı sezen´ı jsou:
• TRAVERSED – uda´lost generovana´ po dokoncˇen´ı prˇechodu z jednoho za´znamu historie
na novy´ za´znam historie;
• INSERTED – vlozˇen´ı nove´ho za´znamu na konec listu historie sezen´ı;
• CURRENT_CHANGED – pokud byl nastaven novy´ aktua´ln´ı za´znam historie. Uda´lost za´-
rovenˇ znacˇ´ı, zˇe dosˇlo ke zmeˇneˇ aktivn´ıho dokumentu procha´zec´ıho kontextu, ktery´
vlastn´ı dane´ historie sezen´ı;
• REMOVED – smaza´n´ı za´znamu z historie sezen´ı;
• DESTROYED – zrusˇen´ı historie sezen´ı.
Trˇ´ıda sezen´ı historie SessionHistory obsahuje metody pro prˇida´va´n´ı za´znamu˚ historie,
jejich odeb´ıra´n´ı, filtrova´n´ı a nastavova´n´ı aktivn´ıho za´znamu. Cely´ proces pr˚uchodu histori´ı
a zmeˇny aktivn´ıho za´znamu na jiny´ za´znam historie je obsa´hlejˇs´ı proces, ktery´ zahrnuje
v´ıce krok˚u. Pr˚uchod histori´ı sezen´ı je implementova´n metodou traverseHistory(), jezˇ
bere jako parametr za´znam sezen´ı historie, ktery´ by meˇl by´t zvolen jako aktivn´ı. Beˇhem
pr˚uchodu histori´ı se zjednodusˇeneˇ prova´d´ı na´sleduj´ıc´ı kroky:
1. Zjiˇsteˇn´ı, zda navigovany´ za´znam obsahuje objekt dokumentu. Pokud nen´ı dokument
obsazˇen a my si prˇejeme posunout na tuto pozici v historii, mus´ı se dokument obnovit
zavola´n´ım metody update() dane´ho navigacˇn´ıho kontroleru.
2. Aktualizace uzˇivatelske´ho kontextu – uchova´n´ı naprˇ. pozic posuvn´ık˚u.
3. Odstraneˇn´ı vsˇech u´loh, ktere´ by byly po pr˚uchodu histori´ı neplatne´.
4. Nastaven´ı nove´ho aktivn´ıho za´znamu historie sezen´ı.
5. Generova´n´ı uda´losti load, pokud je dokument kompletn´ı.
6. Smaza´n´ı vsˇech za´znamu˚ prˇed aktivn´ım za´znamem, pokud je to pozˇadova´no.
7. Aktualizace uzˇivatelske´ho prostrˇed´ı z uchovane´ho uzˇivatelske´ho kontextu.
8. Kontrola, zda se zmeˇnil v URL fragment nebo stavovy´ objekt a generova´n´ı patrˇicˇny´ch
uda´lost´ı hashchange nebo popstate.
Pro zprˇ´ıstupneˇn´ı procha´zen´ı historie z ko´du klientske´ho JavaScriptu bylo nutne´ imple-
mentovat rozhran´ı History (5.12).
+length : int
+state : StateObject
+go(delta : int = 0)
+back()
+forward()
+pushState(state : StateObject, title : String, url : String = null)
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Obra´zek 5.12: Diagram trˇ´ıd rozhran´ı History
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K implementaci rozhran´ı History bylo zapotrˇeb´ı sjednotit vsˇechny historie sezen´ı vsˇech
procha´zec´ıch kontext˚u procha´zec´ı jednotky. Rozhran´ı History totizˇ poskytuje procha´zen´ı
vsˇech dokument˚u, ktere´ kdy byly navigova´ny v procha´zec´ı jednotce. Spojen´ı vsˇech za´znamu˚
histori´ı sezen´ı dane´ procha´zec´ı jednotky probeˇhlo na za´kladeˇ cˇasu jednotlivy´ch za´znamu˚,
kdy byly tyto za´znamy vytvorˇeny, neboli kdy byly dokumenty za´znamu˚ navigova´ny. Ak-
tua´ln´ı za´znam spolecˇne´ historie je vzˇdy urcˇen podle posledneˇ vybrane´ho za´znamu beˇhem
pr˚uchodu histori´ı sezen´ı v neˇktere´m procha´zec´ım kontextu procha´zec´ı jednotky. Tvorba
spolecˇne´ historie sezen´ı je zna´zorneˇna na obra´zku 5.13. Cˇ´ısla za´znamu reprezentuj´ı unika´tn´ı
cˇ´ısla generovana´ v cˇase, kdy byl za´znam vytvorˇen. Posledneˇ vybrany´ za´znam je za´znam


















































Obra´zek 5.13: Vizualizace vytvorˇen´ı sjednocene´ historie sezen´ı
Sjednocenou historii sezen´ı vlastn´ı procha´zec´ı jednotka. V implementaci je prˇedstavo-
va´na trˇ´ıdou JointSessionHistory. Trˇ´ıda vnitrˇneˇ registruje BrowsingContextListener
a SessionHistoryListener nad vsˇemi procha´zec´ımi kontexty a historiemi sezen´ı procha´-
zec´ı jednotky. Nasloucha´n´ım odpov´ıdaj´ıc´ıch uda´lost´ı z´ıska´va´ neusta´le´ informace o zmeˇna´ch
historie, cˇ´ımzˇ se mu˚zˇe sama sebe aktualizovat – vytva´rˇet sjednocenou historii. Reference na
implementaci rozhran´ı History, jezˇ zprˇ´ıstupnˇuje sjednocenou historii z ko´du JavaScriptu, se
nacha´z´ı v dokumentu. Kromeˇ procha´zen´ı spolecˇne´ historie sezen´ı, rozhran´ı History umozˇ-
nˇuje uchova´vat stavovy´ objekt state. Novy´ stavovy´ objekt mu˚zˇeme ulozˇit pomoc´ı specia´ln´ı
metody pushState(), ktera´ dany´ objekt nastavuje v aktua´ln´ım za´znamu historie sezen´ı.
Kdyzˇ procha´z´ıme histori´ı, je tento stavovy´ objekt vzˇdy z vybrane´ho za´znamu historie prˇe-
cˇten a nastaven do atributu state rozhran´ı History.
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5.1.7 Dokument a jeho parsova´n´ı
Acˇkoliv implementace rozhran´ı dokumentu viditelne´ho z klientske´ho JavaScriptu nebyla
c´ılem te´to pra´ce, bylo zapotrˇeb´ı implementovat jeho vnitrˇn´ı reprezentaci v kontextu ja´-
dra uzˇivatelske´ho agenta. V dokumentu jsou totizˇ uchova´va´ny reference na implemen-
tovana´ rozhran´ı Window, Location a History. Za´rovenˇ bylo nutno v dokumentu defi-
novat vytva´rˇen´ı element˚u <iframe> a <script> tak, aby jejich implementace odpov´ı-
dala specifikaci HTML 5. Trˇ´ıda, ktera´ reprezentuje implementaci dokumentu je nazva´na
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Obra´zek 5.14: Diagram trˇ´ıd dokumentu
Dokument deˇd´ı z trˇ´ıdy HTMLDocumentImpl knihovny Xerces a mu˚zˇe by´t asociova´n s pro-
cha´zec´ım kontextem nebo parserem, ktery´ dany´ dokument vytvorˇil. Vsˇechny procha´zene´
dokumenty mohou mı´t prˇideˇleny´ procha´zec´ı kontext. Dokument, ktery´ byl vytvorˇen zavola´-
n´ım metody createDocument() v ra´mci prova´deˇn´ı skriptu, zˇa´dnou referenci na procha´zec´ı
kontext nevlastn´ı. Stav dokumentu, ve ktery´ch se mu˚zˇe nacha´zet, je da´n atributem vy´cˇtu
DocumentReadyState:
• LOADING – dokument je nacˇ´ıta´n parserem;
• INTERACTIVE – parser dokoncˇil dokument, ale sta´le se cˇeka´ na neˇktere´ zdroje;
• COMPLETE – dokument je zcela kompletneˇ nacˇten.
V dokumentu byly implementova´ny za´kladn´ı sandbox aspekty. Akce, ktere´ sandbox
omezuje pro dany´ dokument, jsou uvedeny mnozˇinou sandbox prˇep´ınacˇ˚u SandboxingFlag.
Beˇhem navigace nove´ho dokumentu, jsou nove´ dokumenty vytva´rˇeny v ra´mci zpracova´-
va´n´ı obsahu zdroje (kapitola 5.1.4), konkre´tneˇ zavola´n´ım staticke´ metody nad dokumentem
createDocument(). V ra´mci konstrukce nove´ho objektu dokumentu vznikaj´ı instance roz-
hran´ı Location a History, ktere´ dokument nada´le drzˇ´ı ve sve´m vlastnictv´ı. Pokud byla
metoda createDocument() zavola´na s recyklovany´m dokumentem recycleDocument, je
pro nastaven´ı reference objektu Window vyuzˇit objekt Window recyklovane´ho dokumentu.
Kdyzˇ nen´ı recyklovany´ dokument nastaven, v ra´mci konstrukce se vytva´rˇ´ı zcela nova´ in-
stance objektu Window. Jakmile je novy´ dokument vytvorˇen, na´sleduje jeho prˇeda´n´ı parseru,
ktery´ zajist´ı jeho kompletn´ı nacˇten´ı.
Parser dokumentu prˇedstavuje trˇ´ıda ScriptableDocumentParser (obra´zek 5.15). Par-
sova´n´ı se vyvola´ zavola´n´ım metody parse(), ktere´ se prˇeda´ referencˇn´ı objekt dokumentu
a vstupn´ı stream s dokumentem. Instance dokumentu nen´ı vytva´rˇena parserem, dokument
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je pouze parserem sestavova´n a nikoliv instanciova´n. Trˇ´ıda ScriptableDocumentParser re-
prezentuje vneˇjˇs´ı rozhran´ı pro komunikaci s parserem, prˇicˇemzˇ parsova´n´ı neimplementuje.
Oddeˇlen´ı od parseru bylo zvoleno z d˚uvodu prˇ´ıpadne´ budouc´ı zmeˇny parseru dokument˚u
na neˇktery´ jiny´, ktery´ by v´ıce vyhovoval specifik˚um HTML5. V soucˇasnosti je parsova´n´ı
zajiˇsteˇno modifikovany´m NekoHTML parserem ScriptDOMParser, ktery´ prˇida´va´ podporu
pro vytva´rˇen´ı vnorˇeny´ch procha´zec´ıch kontext˚u pro <iframe> elementy a spusˇteˇn´ı skript˚u
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Obra´zek 5.15: Diagram trˇ´ıd parseru dokumentu
Podle specifikace by meˇl by´t parser inkrementa´ln´ı a reentrantn´ı. Meˇla by by´t te´zˇ im-
plementova´na mozˇnost jeho pozastaven´ı, kde by byl kontext vra´cen uda´lostn´ı smycˇce na
zpracova´n´ı neˇktere´ jine´ u´lohy. Pozastaven´ı parseru je potrˇeba naprˇ. prˇi dokoncˇen´ı parsova´n´ı
skriptu, ktery´ by meˇl by´t spusˇteˇn v porˇad´ı, a prˇi blokova´n´ı jiny´m nevykonany´m skriptem.
Skript mu˚zˇe zp˚usobit blokova´n´ı dalˇs´ıho skriptu, pokud nebyl sta´le spusˇteˇn, naprˇ. z d˚uvodu,
zˇe nebyl dosud stazˇen ze zdroje. V te´to situaci mus´ıme parser pozastavit a pocˇkat do te´
doby, dokud nen´ı zcela vykona´n skript, ktery´ byl v porˇad´ı prˇed pra´veˇ zpracovany´m skrip-
tem. Pozastaven´ı parseru by se obvykle rˇesˇilo rotac´ı uda´lostn´ı smycˇky. Z d˚uvodu nemozˇnosti
rekonstrukce za´sobn´ıku vola´n´ı NekoHTML parseru bylo pozastaven´ı rˇesˇeno vycˇleneˇn´ım par-
seru do vlastn´ıho vla´kna a jeho uspa´n´ım.
Trˇ´ıda Html5DocumentParser v soucˇasnosti uchova´va´ referenci na skript, ktery´ bude
blokovat parsova´n´ı dokumentu, pokud bude zapotrˇeb´ı spustit neˇktery´ dalˇs´ı skript v porˇad´ı.
V trˇ´ıdeˇ jsou take´ listy skript˚u:
• onFinishScripts – skripty, ktere´ se maj´ı spustit po dokoncˇen´ı parsova´n´ı;
• inOrderASAPScripts – skripty k okamzˇite´mu spusˇteˇn´ı jakmile budou dostupne´ ve
spra´vne´m porˇad´ı, tak jak byly umı´steˇny v DOM;
• asapScripts – skripty k okamzˇite´mu spusˇteˇn´ı jakmile budou dostupne´.
Kdyzˇ parser ScriptDOMParser dokoncˇ´ı parsova´n´ı dokumentu, je vlozˇena do uda´lostn´ı
fronty u´loha TheEndTask, cˇ´ımzˇ se navra´t´ı rˇ´ızen´ı z asynchronn´ıho parsova´n´ı opeˇt uda´lostn´ı
smycˇce. U´loha nastav´ı stav dokumentu na INTERACTIVE, vykona´ vsˇechny skripty z listu
onFihishScripts, vyvola´ uda´lost DOMContentLoaded nad parsovany´m dokumentem a cˇeka´,
dokud nejsou vypra´zdneˇny zby´vaj´ıc´ı listy se skripty – inOrderASAPScripts a asapScripts.
Po vykona´n´ı vsˇech skript˚u dojde k nastaven´ı stavu dokumentu na COMPLETE a vyvola´n´ı
uda´losti load nad dany´m dokumentem.
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5.1.8 Rozhran´ı Window
V kapitole 5.1.7 jsme uvedli intern´ı implementaci dokumentu, ktera´ obsahovala instance
rozhran´ı History a Location – viditelny´ch rohran´ı z klientske´ho JavaScriptu. Zat´ım jsme
ovsˇem nedefinovali, v ra´mci jake´ho rozhran´ı by meˇly by´t videˇny pra´veˇ tyto instance. V Ja-
vaScriptu pro zprˇ´ıstupneˇn´ı teˇchto rozhran´ı slouzˇ´ı globa´ln´ı objekt Window.
V implementaci je objekt Window implementova´n trˇ´ıdou Window. Instance nebo reference
v prˇ´ıpadeˇ recyklace objektu Window vznika´ beˇhem konstrukce dokumentu. Implementovana´















+open(url : String = "about:blank", target : String = "_blank", features : String = "", replace : boolean = false) : WindowProxy
+alert(message : String = "")
+confirm(message : String = "") : boolean
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Obra´zek 5.16: Diagram trˇ´ıd rozhran´ı Window
Objekt Window vyuzˇ´ıva´ plneˇ ja´dra uzˇivatelske´ho agenta, a tak jeho implementace je
minima´ln´ı. Atributy window, self a frames vrac´ı objekt WindowProxy procha´zec´ıho kon-
textu dokumentu vlastn´ıc´ıho objekt Window. Atribut parent vrac´ı objekt WindowProxy
rodicˇovske´ho procha´zec´ıho kontextu a atribut top objekt WindowProxy kontextu na nej-
vysˇsˇ´ı u´rovni. Jedna´-li se o objekt Window vnorˇene´ho procha´zec´ıho kontextu, vrac´ı atribut
frameElement element, prˇes ktery´ byl tento vnorˇeny´ procha´zec´ı kontext vytvorˇen. Kdyzˇ
je objekt Window vlastneˇn pomocny´m procha´zec´ım kontextem, atribut opener vrac´ı objekt
WindowProxy procha´zec´ıho kontextu, ktery´ pomocny´ procha´zec´ı kontext otevrˇel. Atributy
location a history prˇ´ımo vrac´ı aktua´ln´ı instanci teˇchto rozhran´ı z dokumentu, ktery´
objekt Window vlastn´ı. Metoda close() rusˇ´ı procha´zec´ı kontext asociovane´ho dokumentu
zavola´n´ım metody discard(). Metoda open() naviguje nove´ dokumenty s vyuzˇit´ım navi-
gacˇn´ıho kontroleru NavigationController procha´zec´ıho kontextu objektu Window. Metoda
stop() rusˇ´ı vsˇechny pozˇadavky na navigace. Posledn´ı metody pro zobrazen´ı uzˇivatelsky´ch
dialog˚u volaj´ı koresponduj´ıc´ı metody v asociovane´m procha´zec´ım kontextu.
V objektu Window byly kompletneˇ implementova´ny rozhran´ı GlobalEventHandlers
a WindowEventHandlers, ktere´ prˇida´vaj´ı podporu pro snadnou registraci obsluzˇne´ rutiny
pouhy´m prˇiˇrazen´ım callback funkce do atributu bez vola´ni metody addEventListner().
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Objekt Window implementuje take´ rozhran´ı ObjectGetter, ktere´ slouzˇ´ı pro z´ıska´va´n´ı ob-
jekt˚u WindowProxy vnorˇeny´ch procha´zec´ıch kontext˚u podle jejich jme´na nebo indexu. In-
dexem rozumı´me porˇadove´ cˇ´ıslo 0..n, kde n pocˇet vsˇech vnorˇeny´ch procha´zec´ıch kontext˚u
urcˇeny´ polozˇkou length.
V prˇedchoz´ım textu jsme se bavili neˇkolikra´t o objektu WindowProxy. T´ımto objektem
mysl´ıme specia´ln´ı instanci, ktera´ ma´ totozˇne´ chova´n´ı jako aktua´ln´ı globa´ln´ı objekt Window
s t´ım rozd´ılem, zˇe nen´ı asociova´na pevneˇ s nastaveny´m dokumentem. Dokument objektu
WindowProxy je promeˇnny´ v za´vislosti na tom, ktery´ je pra´veˇ v dane´m procha´zec´ım kontextu
objektu WindowProxy aktivn´ı.
5.1.9 DOM uda´losti
Vsˇechny uzly objektove´ho modelu dokumentu by meˇly umozˇnˇovat generova´n´ı uda´lost´ı. Aby
byla tato funkcˇnost splneˇna, mus´ı uzly implementovat rozhran´ı EventTarget. Jelikozˇ do-
kument Html5DocumentImpl deˇd´ı z trˇ´ıdy DocumentImpl knihovny Xerces, nebylo nutno
generova´n´ı uda´lost´ı pro dokument rˇesˇit. Knihovna Xerces totizˇ rozhran´ı EventTarget im-
plementuje pro vsˇechny uzly dokumentu. V klientske´m JavaScriptu ovsˇem nen´ı korˇenem
DOM samotny´ dokument, jak je implementova´no v Xerces, ny´brzˇ objekt Window. Z tohoto
d˚uvodu bylo zapotrˇeb´ı rˇesˇit prova´za´n´ı s objektem Window a generova´n´ı uda´lost´ı i do nove´ho
















Obra´zek 5.17: Ilustrace toku uda´losti z objektu Window do objektu dokumentu
Uda´losti se generuj´ı zavola´n´ım metody dispatchEvent() rozhran´ı EventTarget nad
jaky´mkoliv uzlem, ktery´ toto rozhran´ı implementuje. V implementaci Xerces jsou vsˇechny
uda´losti, ktere´ jsou prˇeda´ny metodeˇ dispatchEvent(), da´le delegova´ny chra´neˇne´ metodeˇ
dokumentu dispatchEvent(), ktera´ pozˇadovane´ generova´n´ı uda´lost´ı implementuje. Jed-
notne´ mı´sto v dokumentu pro generova´n´ı uda´lost´ı umozˇnilo snadnou zmeˇnu mechanismu
generova´n´ı uda´lost´ı. Po provedene´ u´praveˇ se dokument chova´ tak, jakoby byl korˇenovy´m
uzlem pro generova´n´ı uda´lost´ı objekt Window.
Beˇhem generova´n´ı uda´lost´ı v prˇizp˚usobene´m modelu mohou nyn´ı nastat dveˇ situace.
Prvn´ı situace je, pokud bylo zavola´no dispatchEvent() nad objektem Window. V tomto
momenteˇ se okamzˇiteˇ volaj´ı vsˇichni zaregistrovan´ı odbeˇratele´ dane´ uda´losti, prˇicˇemzˇ fa´ze
CAPTURE a BUBBLE se neprova´d´ı, jelikozˇ se jedna´ o korˇenovy´ uzel. Druha´ situace jizˇ obna´sˇ´ı
zmeˇnu zmı´neˇne´ chra´neˇne´ metody dispatchEvent(). Situace vznika´ po zavola´n´ı metody
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dispatchEvent() nad neˇktery´m uzlem dokumentu. V tomto prˇ´ıpadeˇ se prova´d´ı na´sleduj´ıc´ı
kroky:
1. Zavola´n´ı metody dispatchEventFromDocument() nad objektem Window, ve ktere´ se
obslouzˇ´ı CAPTURE fa´ze.
2. Zavola´n´ı p˚uvodn´ı implementace dispatchEvent(), ktera´ zajist´ı propagaci uda´losti azˇ
do dane´ho c´ıle a jej´ı na´vrat zpeˇt do dokumentu.
3. Opeˇtovne´ zavola´n´ı dispatchEventFromDocument() pro obslouzˇen´ı BUBBLE fa´ze.
Elementy DOM, ale i objekt Window v klientske´m JavaScriptu neimplementuj´ı pouze
rozhran´ı EventTarget, ale prˇida´vaj´ı i vhodneˇ pojmenovane´ atributy, jejichzˇ setter zajist´ı
registraci nastavene´ uda´lostn´ı obsluzˇne´ rutiny jako odbeˇratele v dane´m objektu. Elementy
implementuj´ı mnozˇinu atribut˚u uda´lostn´ıch obsluzˇny´ch rutin GlobalEventHandlers. Ob-
jekt Window implementuje da´le rozhran´ı WindowEventHandlers.
Uda´lostn´ı obsluzˇne´ rutiny mus´ı v programu implementovat EventHandler, ktery´ jako
rozhran´ı EventListener obsahuje pouze jednu metodu pro obslouzˇen´ı dane´ uda´losti. Prˇi
nastavova´n´ı obsluzˇny´ch rutin do koresponduj´ıc´ıch atribut˚u uda´lostn´ıch obsluzˇny´ch rutin
rozhran´ı GlobalEventHandlers nebo WindowEventHandlers musela by´t rˇesˇena odregis-
trace odbeˇratele stare´ obsluzˇne´ rutiny a registrace nove´ho odbeˇratele nove´ obsluzˇne´ rutiny.
Za t´ımto u´cˇelem byla vytvorˇena trˇ´ıda EventHandlerEventListener, ktera´ registruje a ode-
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Obra´zek 5.18: Diagram trˇ´ıd zna´zornˇuj´ıc´ı registrova´n´ı objektu EventHandler
V soucˇasnosti jsou ja´drem prohl´ızˇecˇe generova´ny uda´losti uvedene´ v na´sleduj´ıc´ı tabulce 5.1.
Trˇ´ıda uda´losti Popis trˇ´ıdy Typy uda´lost´ı
Event jednoduche´ uda´losti neobsa-





PopStateEvent uda´lost zmeˇny ulozˇene´ho
stavu ve spolecˇne´ historii
sezen´ı
popstate
HashChangeEvent uda´lost zmeˇny fragmentu
v URL prohl´ızˇene´ stra´nky
hashchange
ErrorEvent uda´lost reprezentuj´ıc´ı chybu error




Tabulka 5.1: Trˇ´ıdy podporovany´ch uda´lost´ı
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5.1.10 Rozhran´ı URLUtils a URL
Pro zkompletova´n´ı vy´kladu vsˇech rozhran´ı, ktera´ jsou v soucˇasne´ implementaci viditelna´
z klientske´ho JavaScriptu na´m chyb´ı uve´st posledn´ı rozhran´ı URL, jezˇ cˇerpa´ z dalˇs´ıho roz-
hran´ı URLUtils. Rozhran´ı URLUtils nen´ı pouzˇite´ pouze pro objekty URL, ale i pro objekt
implementuj´ıc´ı rozhran´ı Location. Ve sve´ implementaci URLUtils rozhran´ı obaluje vstupn´ı
rˇeteˇzec s URL adresou – input, ktery´ da´le vnitrˇneˇ parsuje za pomoc´ı parseru URLParser,
cˇ´ımzˇ vznika´ objekt url trˇ´ıdy ParserURL (obra´zek 5.19). Zpracovana´ adresa ParserURL po-
skytuje na´lezˇity´mi gettery mozˇnost z´ıska´va´n´ı jednotlivy´ch komponent URL adresy, ktere´
jsou prˇ´ıstupne´ pra´veˇ prˇes rozhran´ı URLUtils.
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Obra´zek 5.19: Diagram trˇ´ıd rozhran´ı URL
Parser ParserURL vnitrˇneˇ pouzˇ´ıva´ BasicURLParser, ktery´ zajiˇst’uje na´lezˇite´ parsova´n´ı
prˇedane´ho URL rˇeteˇzce. Jelikozˇ tvorba parseru nebyla c´ılem te´to pra´ce, BasicURLParser
nevytva´rˇ´ı novy´ objekt ParserURL podle referencˇn´ıho algoritmu tak, jak bylo uvedeno ve
specifikaci [22]. BasicURLParser pouze vyuzˇ´ıva´ jizˇ implementovane´ho parsovac´ıho mecha-
nismu v bal´ıku java.net a trˇ´ıdy URL, jej´ızˇ objekt parsova´n´ım vznikne. Objekt trˇ´ıdy URL se
obaluje do rozhran´ı ParserURL, cozˇ je zajiˇsteˇno adaptuj´ıc´ı trˇ´ıdou WrappedURL.
Rozhran´ı URL v˚ucˇi rozhran´ı URLUtils neprˇida´va´ zˇa´dnou dalˇs´ı funkcionalitu, ale pouze
definuje konstruktor pro tvorbu URL adresy, kterou objekt zapouzdrˇuje.
5.2 Scriptovac´ı architektura pro dokumenty
Do HTML dokument˚u mohou by´t vkla´da´ny klientske´ skripty r˚uzny´ch skriptovac´ıch jazyk˚u
dle rozebrane´ problematiky v na´vrhu – kapitole 4. Abychom umozˇnili snadnou implementaci
klientsky´ch skriptovac´ıch engin˚u pro r˚uzne´ skriptovac´ı jazyky, bylo nutne´ vytvorˇit za´kladn´ı
abstraktn´ı architekturu, ktera´ bude pro vsˇechny skriptovac´ı enginy spolecˇna´.
V te´to kapitole pop´ıˇseme implementaci abstraktn´ıho skriptovac´ıho enginu a architekturu
vytva´rˇen´ı nativn´ıch objekt˚u Javy tak, aby mohly by´t exportova´ny do skript˚u. Fundamen-
ta´ln´ı skriptovac´ı architektura se nacha´z´ı v bal´ıku org.fit.cssbox.scriptbox.script.
Architektura pro skriptac´ı enginy vycha´z´ı z kapitoly na´vrhu. Architektura byla v neˇ-
ktery´ch problematicky´ch cˇa´stech mı´rneˇ upravena tak, aby veˇrohodneˇ kop´ırovala specifikaci
HTML 5. Nejza´sadneˇjˇs´ı zmeˇnou v˚ucˇi na´vrhu je zp˚usob spousˇteˇn´ı skript˚u. Skripty nejsou
spousˇteˇny pomoc´ı jednotne´ trˇ´ıdy DocumentScriptEngine, ktera´ eviduje vsˇechny skriptovac´ı
enginy, asociuje je pro dane´ dokumenty a implementuje vesˇkerou funkcionalitu pro jejich
spousˇteˇn´ı. Z d˚uvodu prevence proti prˇ´ıpadne´ nekompatibiliteˇ s danou specifikac´ı, umozˇ-
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neˇn´ı jej´ı snadneˇjˇs´ı a prˇesneˇjˇs´ı interpretace, bylo implementova´no decentralizovane´ spousˇteˇn´ı
skript˚u. Odkaz na skriptovac´ı engine nyn´ı nen´ı vlastneˇn globa´ln´ı instanc´ı spravuj´ıc´ı trˇ´ıdy
DocumentScriptEngine, ale dokumentem samotny´m v objektu ScriptSettings.
Implementovane´ rˇesˇen´ı prova´deˇn´ı skript˚u v dokumentu a objekt ScriptSettings je
popsa´n v kapitole 5.2.1. Injekce objekt˚u do hlavn´ıho scope (kapitola 4.3), jezˇ byla imple-
mentova´na bez odliˇsnost´ı od na´vrhu, je rozebra´na v kapitole 5.2.5. Tvorba JavaScriptove´ho
enginu podle JSR 223 (kapitola 4.4) byla te´zˇ kompletneˇ dodrzˇena. Rhino engine byl v mnoha
ohledech prˇizp˚usoben a vylepsˇen tak, aby ho bylo mozˇne´ vyuzˇ´ıt pro klientske´ skripty. O im-
plementovane´m rˇesˇen´ı JavaScript enginu pojedna´va´ kapitola 5.2.2.
5.2.1 Rozhran´ı skript˚u dokumentu
Podle specifikace HTML5 bylo zapotrˇeb´ı implementovat spolecˇne´ rozhran´ı pro skripty do-
kumentu. Rozhran´ı pro skripty je v implementaci reprezentova´no abstraktn´ı trˇ´ıdou Script.
Kazˇdy´ skript vyuzˇ´ıva´ pro svoji tvorbu a beˇh urcˇite´ho nastaven´ı dane´ho abstraktn´ı trˇ´ıdou
ScriptSettings.
#scriptEngines : Map<String, BrowserScriptEngine>




















+Script(Source source, URL sourceURL, String language, ScriptSettingsType settings, boolean mutedErrorsFlag)
#createScript()
#obtainExecutionEnviroment(settings : ScriptSettingsType)
#obtainCodeEntryPoint(executionEnviroment : BrowserScriptEngine, source : Source) : CodeEntryPoint
#jumpToCodeEntryPoint(codeEntryPoint : CodeEntryPoint)
#prepareRunCallback(context : ScriptSettingsType)
























Obra´zek 5.20: Diagram trˇ´ıd abstraktn´ıho rozhran´ı skriptu
Nastaven´ı pro skripty deklaruje d˚ulezˇite´ aspekty prostrˇed´ı, ve ktere´m by se meˇl skript
vykonat. Trˇ´ıda ScriptSettings je abstraktn´ı a v soucˇasne´ implementaci ji realizuje jedina´
trˇ´ıda WindowScriptSettings. Instance nastaven´ı je vytva´rˇena vzˇdy beˇhem konstrukce ob-
jektu Window, ktery´ je za´rovenˇ globa´ln´ım objektem pro JavaScriptovy´ engine. Trˇ´ıda skriptu
WindowScriptEngine poskytuje referenci zejme´na na:
• dokument Html5DocumentImpl, ve ktere´m se nacha´z´ı spusˇteˇny´ skript;
• globa´ln´ı objekt Window;
• ba´zovou URL adresu, ktera´ bude pouzˇita pro vytva´rˇen´ı URL adres z adres relativn´ıch;
• uda´lostn´ı smycˇku EventLoop urcˇenou pro skripty;
• p˚uvod skriptu Origin, jeho ko´dova´n´ı, atd.
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Jelikozˇ nastaven´ı pro skripty je unika´tn´ı pro kazˇdy´ objekt Window, ktery´ je prˇ´ımo v 1 : 1
asociaci s objektem dokumentu, bylo nastaven´ı vyuzˇito pro tvorbu a uchova´va´n´ı skriptova-
c´ıch engin˚u dokumentu. Skriptovac´ı enginy lze vytva´rˇet zavola´n´ım metody nastaven´ı skriptu
getExecutionEnviroment(). Jakmile je skriptovac´ı engine jizˇ jednou vytvorˇen, je v kon-
kre´tn´ım nastaven´ı uchova´n a beˇhem prˇ´ıˇst´ıho dotazu opeˇt navra´cen. Prˇi vytva´rˇen´ı neusta´le
novy´ch skriptovac´ıch engin˚u by docha´zelo ke ztra´teˇ uchovane´ho kontextu uvnitrˇ engin˚u.
Abstraktn´ı trˇ´ıda pro skripty Script potrˇebuje pro svoji konstrukci zdroj skriptu Source,
jazyk skriptu, URL ze ktere´ byl prˇ´ıpadneˇ skript z´ıska´n a nastaven´ı pro skripty genericke´ho
typu ScriptSettingsType. V ra´mci tvorby instance skriptu se skript provede zavola´n´ım
chra´neˇne´ metody createScript(). Zp˚usob spusˇteˇn´ı skriptu je zna´zorneˇn na obra´zku 5.21.
Jakmile se oveˇrˇ´ı, zda je skriptova´n´ı povoleno, dojde nejprve k z´ıska´n´ı skriptovac´ıho enginu
metodou obtainExecutionEnviroment(). Pak dojde k prˇ´ıpraveˇ skriptu a z´ıska´n´ı vstupn´ıho
bodu k vykona´n´ı CondeEntryPoint metodou obtainCodeEntryPoint(), ktery´ je vykona´n
metodou jumpToCodeEntryPoint(). Vykona´vac´ı metoda prˇed spusˇteˇn´ım skriptu vkla´da´
na za´sobn´ık ScriptSettingsStack aktua´ln´ı nastaven´ı skriptu, jezˇ je po skoncˇen´ı vyko-
na´va´n´ı opeˇt ze za´sobn´ıku odstraneˇno. Za´sobn´ık skript˚u je potrˇebny´ v neˇktery´ch situac´ıch,
naprˇ. kdyzˇ chceme zna´t neˇktere´ za´kladn´ı informace o nastaven´ı skriptu, ktery´ spustil neˇkte-
rou funkci ja´dra uzˇivatelske´ho agenta. Beˇhem navigova´n´ı stra´nek metodou open() objektu
Window se vyuzˇ´ıva´ za´sobn´ıku k urcˇen´ı zdrojove´ho procha´zec´ıho kontextu, ktery´ je totozˇny´









1.2: codeEntryPoint = obtainCodeEntryPoint(executionEnviroment, source)
1.1: executionEnviroment = obtainExecutionEnviroment(settings)
1: createScript()
Obra´zek 5.21: Sekvencˇn´ı diagram zna´zornˇuj´ıc´ı tvorbu skriptu
Jediny´mi konkre´tn´ımi trˇ´ıdami abstraktn´ı trˇ´ıdy Script jsou trˇ´ıdy EvalWindowScript
a InvokeWindowScript. Obeˇ zmı´neˇne´ trˇ´ıdy rozsˇiˇruj´ı trˇ´ıdu WindowScript, jezˇ prˇedefinova´va´
metodu prepareRunCallback(), do ktere´ prˇida´va´ test, zda je dokument objektu Window
plneˇ aktivn´ı. Pokud nen´ı dokument aktivn´ı, vrac´ı metoda nepravdu a skript nen´ı spusˇteˇn.
Trˇ´ıda EvalWindowScript slouzˇ´ı k proste´mu vykona´va´n´ı spustitelne´ho ko´du v naleze-
ne´m skriptovac´ım enginu. Zdrojem pro skripty EvalWindowScript je Reader. Beˇhem tvorby
vstupn´ıho bodu CodeEntryPoint se vrac´ı bud’ prˇedany´ zdroj skriptu, tzn. Reader, nebo
zkompilovany´ zdroj CompiledScript. Prˇi vykona´va´n´ı skriptu se vola´ bud’ eval() skripto-
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vac´ıho enginu nebo eval() zkompilovane´ho skriptu v za´vislosti na tom, jaky´ vstupn´ı bod
byl metodeˇ executeCodeEntryPoint() prˇeda´n.
Trˇ´ıda InvokeWindowScript pln´ı funkci prˇ´ıme´ho vola´n´ı funkc´ı v kontextu skriptova-
c´ıho enginu. Zdrojem skriptu je rozhran´ı FunctionInvocation, ktere´ informuje o na´zvu
funkce a argumentech, se ktery´mi byla zavola´na. Metoda vykona´va´n´ı skriptu vola´ metodu
invoke() vybrane´ho skriptac´ıho enginu s parametry, ktere´ byly z´ıska´ny pomoc´ı rozhran´ı
FunctionInvocation.
5.2.2 Klientske´ skriptovac´ı enginy
Abstraktn´ı skriptovac´ı engine pro prova´deˇn´ı skript˚u popsany´ch v prˇedchoz´ı kapitole byl
implementova´n podle na´vrhu tak, aby byl kompatibiln´ı se specifikac´ı JSR 223. Abstraktn´ı
engine deˇd´ı z trˇ´ıdy AbstractScriptEngine urcˇene´ pro vsˇechny skriptovac´ı enginy stan-
dardn´ıho skriptovac´ıho API. V implementaci je abstraktn´ı engine uzˇivatelske´ho agenta re-
prezentova´n trˇ´ıdou BrowserScriptEngine (obra´zek 5.22).























Obra´zek 5.22: Diagram trˇ´ıd abstraktn´ıho skriptovac´ıho enginu
Vsˇechny skriptovac´ı enginy jsou vytva´rˇeny pro neˇktery´ konkre´tn´ı dokument, nad n´ımzˇ
je skriptovac´ım enginem uchova´va´n skriptovac´ı kontext. Pro jaky´ dokument byl skriptovac´ı
engine vytvorˇen, lze zjistit z nastaven´ı pro skripty ScriptSettings, ktere´ je prˇeda´va´no abs-
traktn´ımu skriptovac´ımu enginu beˇhem jeho konstrukce. V ra´mci trˇ´ıdy abstraktn´ıho skrip-
tovac´ıho enginu se s objektem ScriptSettings prˇ´ımo nepracuje, ale v dalˇs´ıch specificˇteˇjˇs´ıch
trˇ´ıda´ch je da´le vyuzˇ´ıva´n pro zjiˇst’ova´n´ı globa´ln´ıho objektu. Globa´ln´ı objekt by´va´ obvykle
konkre´tn´ımi skriptovac´ımi enginy implementova´n do enginove´ho scope dane´ho skriptova-
c´ıho enginu. Konkre´tneˇ trˇ´ıda WindowScriptEngine reprezentuje rozhran´ı pro zabudova´n´ı
globa´ln´ıho objektu Window.
Kazˇdy´ skriptovac´ı engine BrowserScriptEngine obsahuje referenci na tova´rnu resol-
ver˚u cˇlen˚u trˇ´ıd ClassMembersResolverFactory. Resolver je pouzˇit k urcˇen´ı viditelny´ch
cˇlen˚u exportovany´ch objekt˚u Javy a pro implementaci globa´ln´ıho objektu. Resolver je bl´ızˇe
popsa´n v na´sleduj´ıc´ı kapitole 5.2.3.
Skriptovac´ı enginy jsou vytva´rˇeny tova´rnami BrowserScriptEngineFactory, ktere´ jsou
evidova´ny a registrova´ny v singleton trˇ´ıdeˇ BrowserScriptEngineManager. Manazˇerska´
trˇ´ıda spravuje vsˇechny tova´rny skriptovac´ıch engin˚u. Trˇ´ıda poskytuje na dota´za´n´ı tova´rny
vneˇjˇs´ımu okol´ı nebo prˇ´ıpadneˇ ihned vytva´rˇ´ı konkre´tn´ı skriptovac´ı enginy neˇktere´ tova´rny.
Trˇ´ıdy BrowserScriptEngineFactory a BrowserScriptEngineManager rozsˇiˇruj´ı trˇ´ıdy pro
spravova´n´ı tova´ren obsah˚u v za´vislosti na MIME typu obsahu, ktere´ byly bl´ızˇe popsa´ny
v kapitole 5.1.4. Rozhoduj´ıc´ım faktorem pro vybra´n´ı odpov´ıdaj´ıc´ı tova´rny skriptovac´ıho
enginu je MIME typ skriptu, na jehozˇ za´kladeˇ je v manazˇeru tova´ren vyhleda´va´no.
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5.2.3 Koncepty exportu objekt˚u Javy
Z d˚uvodu snadne´ho prˇida´va´n´ı nove´ implementace klientsky´ch skriptovac´ıch engin˚u byly im-
plementova´ny koncepty exportu nativn´ıch objekt˚u Javy do kontext˚u skriptovac´ıch engin˚u.
Kdyzˇ chceme exportovat objekt, je vy´hodne´ veˇdeˇt a urcˇit, ktere´ prvky objektu maj´ı by´t
exportova´ny a jak by tyto prvky meˇly by´t reprezentova´ny v klientsky´ch skriptovac´ıch engi-
nech. Prvky zde mysl´ıme cˇleny trˇ´ıdy – atributy, metody nebo konstruktory trˇ´ıdy. Za u´cˇelem
specifikace exportovatelny´ch cˇlen˚u trˇ´ıd vznikla podpora, ktera´ prˇesneˇ vycˇlenˇuje jednotlive´
cˇleny trˇ´ıd. Exportovatelne´ cˇleny jsou vyhodnocova´ny ve trˇ´ıda´ch rozsˇiˇruj´ıc´ı abstraktn´ı trˇ´ıdu
ClassMembers. Vy´choz´ı a jedina´ implementace pro urcˇova´n´ı cˇlen˚u trˇ´ıd je hotova ve trˇ´ıdeˇ
DefaultClassMembers. Abstraktn´ı trˇ´ıda ClassMembers vlastn´ı odkaz na trˇ´ıdu, jej´ızˇ cˇleny
jsou vyhodnocova´ny, a odkaz na resolver, ktery´ jednotlive´ cˇleny rozpozna´va´.
+getConstructors() : Set<ClassConstructor>
+getObjectGetter() : ClassFunction
+hasMemberWithName(name : String) : boolean





+isObjectGetter(method : Method) : boolean
+isGetter(method : Method) : boolean
+isSetter(method : Method) : boolean
+isFunction(method : Method) : boolean
+isConstructor(constructor : Constructor<?>) : boolean
+isField(field : Field) : boolean
+extractFieldNameFromGetter(method : Method) : String
+extractFieldNameFromSetter(method : Metthod) : String
+extractFieldName(field : Field) : String
+extractFunctionName(method : Method) : String
+constructClassField(getter : Method, setter : Method, field : Field) : ClassField
+constructClassFunction(method : Method) : ClassFunction












Obra´zek 5.23: Diagram trˇ´ıd zna´zornˇuj´ıc´ı trˇ´ıdu reprezentuj´ıc´ı cˇleny trˇ´ıd
Trˇ´ıdy resolver˚u slouzˇ´ı na´lezˇitou implementac´ı metod zacˇ´ınaj´ıc´ıch prefixem is...() k ur-
cˇen´ı, zda ma´ by´t Java cˇlen exportova´n nebo nikoliv. Pokud je cˇlen exportovatelny´, pak resol-
very zprostrˇedkova´vaj´ı i extrakci na´zv˚u cˇlen˚u, pod ktery´mi jsou cˇleny viditelne´ v klientsky´ch
skriptech. Pro u´cˇel extrakce jsou vycˇleneˇny metody zacˇ´ınaj´ıc´ı prefixem extract...(). Za´-
veˇrem resolvery vytva´rˇ´ı metodami s prefixem construct...() obaly exportovatelny´ch stan-
dardn´ıch Java cˇlen˚u – cˇlen˚u Constructor, Field a Method. Posledn´ı metodou poskytovanou
resolvery, je metoda testu isObjectGetter() oveˇrˇuj´ıc´ı, zda je prˇedana´ metoda metodou pro
indexovane´ z´ıska´va´n´ı objekt˚u z objektu zkoumane´ trˇ´ıdy. Asociativn´ı z´ıska´va´n´ı objekt˚u z ob-
jektu, neboli vytvorˇen´ı asociativn´ıho pole z objektu, bylo implementova´no z d˚uvodu potrˇeby
indexovane´ho z´ıska´va´n´ı objekt˚u WindowProxy vnorˇeny´ch procha´zec´ıch kontext˚u z objektu
Window podle jejich jme´na nebo indexu. Vy´choz´ı resolver DefaultClassMembersResolver
exportuje vsˇechny cˇleny trˇ´ıd Javy, prˇicˇemzˇ jejich na´zvy extrahuje pomoc´ı reflexe.
Pro rozsˇ´ıˇren´ı funkcˇnosti standardn´ıch Java cˇlen˚u byly vytvorˇeny specia´ln´ı obaluj´ıc´ı trˇ´ıdy
ClassFunction, ClassConstructor a ClassField tak, jak je zna´zorneˇno na obra´zku 5.24.
Obaly Java cˇlen˚u prˇida´vaj´ı pomocne´ metody pro export a hlavneˇ obsahuj´ı odkaz na pole
mozˇnost´ı options, ktere´ specifikuje zp˚usob, jak by meˇl by´t cˇlen implementova´n v klientske´m
skriptu. V soucˇasne´ implementaci je mozˇno uchova´vat mozˇnosti:
• ENUMERABLE – slouzˇ´ı pro urcˇen´ı, zda cˇlen bude zu´cˇastneˇn v seznamu vsˇech vy´cˇtovy´ch
cˇlen˚u objektu. V JavaScriptu umozˇnˇuje povolit nebo zabra´nit vy´pisu vlastnosti ob-
jektu, naprˇ. prˇi pr˚uchodu for (var property in object). Tato mozˇnost reflektuje
ECMAScript atribut [[Enumerable]] [20];
• PERNAMENT – zda cˇlen bude natrvalo sva´za´n s objektem, v neˇmzˇ je definova´n, nebo
mu˚zˇe by´t prˇepsa´n beˇhem vykona´va´n´ı skriptu za uzˇivatelsky´ objekt. Tato mozˇnost





+ENUMERABLE : String = "enumerable"























+newInstance(args : Object [])
ClassConstructor















Obra´zek 5.24: Diagram trˇ´ıd cˇlen˚u trˇ´ıd
Z d˚uvodu uchova´va´n´ı a sva´za´n´ı cˇlen˚u trˇ´ıd s objekty, ktere´ byly exportova´ny, byly imple-
mentova´ny trˇ´ıdy cˇlen˚u objekt˚u: ObjectFunction, ObjectConstructor, ObjectField. Tyto
trˇ´ıdy, jako trˇ´ıdy cˇlen˚u trˇ´ıd, implementuj´ı rozhran´ı FunctionMember, ConstructorMember
a FieldMember. Strom deˇdicˇnosti trˇ´ıd cˇlen˚u objekt˚u je obdobny´ jako u cˇlen˚u trˇ´ıd. Objekty
cˇlen˚u nav´ıc od objekt˚u cˇlen˚u uchova´vaj´ı instanci exportovane´ho objektu a implementacˇneˇ
se od trˇ´ıd cˇlen˚u trˇ´ıd prˇ´ıliˇs neliˇs´ı, proto zde nebudou bl´ızˇe popisova´ny.
5.2.4 Export objekt˚u zalozˇeny´ na anotac´ıch
Syste´m exportu nativn´ıch objekt˚u Javy vyuzˇ´ıvaj´ıc´ı vy´choz´ı implementac´ı resolveru cˇlen˚u
trˇ´ıdy DefaultClassMembersResolver, popsany´ v prˇedchoz´ı kapitole 5.2.3, umozˇnˇoval kom-
pletn´ı export objekt˚u do klientsky´ch skript˚u. Kompletn´ı export nen´ı ovsˇem te´meˇrˇ nikdy
zˇa´douc´ı, jelikozˇ do exportu jsou zahrnuty i naprˇ. metody trˇ´ıdy Object, ze ktere´ deˇd´ı kazˇda´
trˇ´ıda Javy. Velmi cˇasto se prol´ına´ vnitrˇn´ı implementace cˇlen˚u objektu pro export a imple-
mentace cˇlen˚u, ktery´ by meˇly by´t ve skutecˇnosti exportova´ny. Nastala ota´zka, jak jednotlive´
cˇleny odliˇsit. Rˇesˇen´ı se nab´ıdlo v anotac´ıch Javy, d´ıky ktery´m bylo mozˇne´ prˇesneˇ urcˇit ex-














Obra´zek 5.25: Diagram trˇ´ıd resolveru cˇlen˚u trˇ´ıd zalozˇene´m na anotac´ıch
Pro export zalozˇeny´ na anotac´ıch cˇlen˚u trˇ´ıd byl vytvorˇen novy´ resolver cˇlen˚u implemen-
tovany´ trˇ´ıdou ScriptAnnotationClassMembersResolver. Resolver pro svoji funkci potrˇe-
buje referenci na skriptovac´ı engine, ktery´ prova´d´ı vyhodnocova´n´ı cˇlen˚u trˇ´ıd. Bez znalosti
skriptovac´ıho enginu bychom nemohli rozhodnout, zda je dany´ cˇlen exportovatelny´ pro
konkre´tn´ı skriptovac´ı engine. Pokud by bylo zˇa´douc´ı exportova´n´ı stejny´ch cˇlen˚u do vsˇech
skriptovac´ıch engin˚u a nemı´t mozˇnost volby skriptovac´ıho enginu, pro ktery´ je export va-
lidn´ı, pak by reference na skriptovac´ı engine nemusela existovat. Trˇ´ıda resolveru obsahuje
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jesˇteˇ referenci na objekt Shutter, ktery´ zde neslouzˇ´ı k restrikci prˇ´ıstupu pro urcˇite´ cˇleny,
trˇ´ıdy a bal´ıcˇky, ny´brzˇ k explicitn´ımu povolova´n´ı cˇlen˚u, ktere´ nenesou zˇa´dnou anotaci. Pro
implementaci funkcˇnosti trˇ´ıdy resolveru se vyuzˇ´ıva´ pomocne´ trˇ´ıdy ScriptAnnotation, ve
ktere´ se nacha´z´ı pouze staticke´ metody. Metody poma´haj´ı urcˇit, zda je dany´ cˇlen exporto-
vatelny´ na za´kladeˇ anotac´ı pro dany´ skriptovac´ı engine.
V soucˇasne´ implementaci jsou podporova´ny skriptovac´ı anotace pro cˇleny trˇ´ıdy a trˇ´ıdy
uvedene´ v tabulce 5.2.
Anotace Pu˚sobnost anotace Popis funkce anotace
@InvisibleField Atribut zabra´neˇn´ı exportu atributu
@InvisibleFunction Metoda zabra´neˇn´ı exportu funkce
@ScriptClass Trˇ´ıda anotace pro exportovatelnou trˇ´ıdu –
nemus´ı by´t uvedena
@ScriptConstructor Konstruktor exportovatelny´ konstruktor objektu
@ScriptField Atribut exportovatelny´ atribut
@ScriptFunction Metoda exportovatelna´ funkce
@ScriptGetter Metoda exportovatelny´ atribut na za´kladeˇ
getter metody
@ScriptSetter Metoda exportovatelny´ atribut na za´kladeˇ
setter metody
Tabulka 5.2: Podporovane´ skriptovac´ı anotace
Kazˇda´ skriptovac´ı anotace obsahuje neˇktere´ atributy, ktere´ omezuj´ı a ovlivnˇuj´ı export
cˇlen˚u trˇ´ıd. Vsˇechny anotace maj´ı spolecˇny´ jeden atribut engines s polem skriptovac´ıch en-
gin˚u, pro ktere´ je dana´ anotace validn´ı. Pokud je pole engines pra´zdne´, pak se prˇedpokla´da´,
zˇe je cˇlen s touto anotac´ı viditelny´ pro vsˇechny skriptovac´ı enginy.
Jedinou anotac´ı, ktera´ nen´ı urcˇena pro cˇleny trˇ´ıdy, je anotace @ScriptClass, jezˇ se
uva´d´ı nad typem trˇ´ıdy. Tato anotace umozˇnˇuje definovat rozsah automaticke´ho zahrnut´ı
exportovatelny´ch cˇlen˚u trˇ´ıdy, bez nutnosti definova´n´ı odpov´ıdaj´ıc´ı anotace u dane´ho cˇlenu.
Anotace prˇida´va´ k popsane´mu atributu engines dalˇs´ı atribut s polem options. Pokud
zahrneme v poli s mozˇnostmi anotace options naprˇ. hodnotu ALL_METHODS, tak budou
exportova´ny vsˇechny metody dane´ trˇ´ıdy, nad kterou je anotace uvedena. Dalˇs´ı podpo-
rovane´ mozˇnosti anotace jsou: ALL_FIELDS, ALL_STATIC_METHODS, ALL_STATIC_FIELDS,
ALL_CONSTRUCTORS. Jediny´mi anotacemi, ktere´ mohou ovlivnit automaticke´ exporty po
uveden´ı neˇktere´ mozˇnosti anotace @ScriptClass, jsou anotace exkluze @InvisibleField
a @InvisibleFunction. Tyto anotace slouzˇ´ı k zabra´neˇn´ı exportu cˇlenu trˇ´ıdy, ktery´ by byl
norma´lneˇ exportova´n.
Kdyzˇ zˇa´da´me vytvorˇen´ı neˇktere´ho atributu v klientske´m skriptu, ma´me hned trˇi mozˇ-
nosti jak toho doc´ılit. Pro definici atributu mu˚zˇeme pouzˇ´ıt anotaci @ScriptField, ktera´
prˇ´ımo zprˇ´ıstupn´ı atribut, nad ktery´m je anotace uvedena. Da´le ma´me k dispozici anotace
@ScriptGetter a @ScriptSetter, ktere´ vytvorˇ´ı atribut z getter nebo setter metody, nad
n´ızˇ je anotace uvedena. Resolver pro anotace umozˇnuje pro vsˇechny trˇi uvedene´ anotace
automaticke´ odvozen´ı na´zvu atributu. Na´zev atributu lze prˇedefinovat uveden´ım atributu
anotace field, kde lze zvolit vlastn´ı na´zev pro atribut pro klientske´ skriptovac´ı enginy.
Pokud je jeden a tenty´zˇ atribut definova´n na v´ıce mı´stech pomoc´ı r˚uzny´ch anotac´ı, pak
lze zvolit, zda by meˇlo mı´t prˇednost vola´n´ı getteru nebo setter pro z´ıska´va´n´ı atributu prˇed
prˇ´ımy´m prˇ´ıstupem k atributu. Prˇednosti getter˚u a setter˚u se definuj´ı v mozˇnostech anotac´ı
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hodnotou FIELD_GET_OVERRIDE nebo FIELD_SET_OVERRIDE. Chceme-li zahrnout metody
getter˚u a setter˚u do exportovatelny´ch funkc´ı, pak lze v mozˇnostech anotace uve´st hodnotu
CALLABLE_GETTER nebo CALLABLE_SETTER.
U vsˇech vy´sˇe uvedeny´ch anotac´ı, ktere´ slouzˇily pro export cˇlenu trˇ´ıdy, lze take´ zvolit, zda
by tento cˇlen meˇl mı´t nastavenou vlastnost ENUMERABLE popsanou v kapitole 5.2.3. Vlastnost
PERNAMENT nelze v soucˇasne´ implementaci nastavovat. Proto vsˇechny cˇleny exportovane´
pomoc´ı skriptovac´ıch anotac´ı maj´ı mozˇnost PERNAMENT pevneˇ nastavenou.
5.2.5 Dalˇs´ı implementovana´ funkcˇnost
V kapitole 4.3 jsme navrhli injekci do hlavn´ıho scope. Koncept injekce byl kompletneˇ dodr-
zˇen tak, jak byl navrzˇen. Jednotlive´ injektory ScriptContextInjector po zavola´n´ı metody
registerScriptContextInject() registruj´ı automaticky nesouc´ı injekci u vsˇech tova´ren
skriptovac´ıch engin˚u, ke ktery´m injektory na´lezˇ´ı. Prˇejeme-li si zaregistrovat injektor u vsˇech
zaregistrovany´ch tova´ren skriptovac´ıch engin˚u, tak stacˇ´ı beˇhem konstrukce injektoru prˇedat
specia´ln´ı konstantu ALL_SCRIPT_ENGINE_FACTORIES. V soucˇasnosti jediny´m implemento-
vany´m injektorem, ktery´ je spolecˇny´ pro vsˇechny skriptovac´ı enginy uzˇivatelske´ho agenta,
je URLInjector, ktery´ vkla´da´ objekt pro konstrukci URL do hlavn´ıho scope vsˇech skripto-
vac´ıch engin˚u. Pro JavaScriptovy´ stroj byl da´le implementova´n injektor vkla´daj´ıc´ı specia´ln´ı
objekty, ktere´ reprezentuj´ı trˇ´ıdy klientske´ho JavaScriptu, viz kapitola 5.3.2. Posledn´ım im-
plementovany´m injektorem je injektor vkla´daj´ıc´ı objekt konzole v ra´mci uka´zkove´ aplikace.
Beˇhem implementace se vyskytla potrˇeba prˇeva´deˇt objekty na r˚uzna´ rozhran´ı, nejcˇas-
teˇji rozhran´ı neobsahuj´ıc´ı skriptovac´ı anotace na objekty, ktere´ jsou jizˇ anotovane´ a tak
prˇ´ıstupne´ pro klientske´ skripty. Pro tento u´cˇel byl implementova´n jednoduchy´ registr adap-
te´r˚u umozˇnˇuj´ıc´ı pozˇadovanou funkcˇnost (obra´zek 5.26). Adapte´ry jsou pouzˇ´ıva´ny trˇeba pro
prˇevod Xerces implementace uda´lost´ı EventImpl, MouseEventImpl na trˇ´ıdy AdaptedEvent,
AdaptedMouseEvent za pomoc´ı adapter˚u EventAdapter a MouseEventAdapter. Jednotlive´
skriptovac´ı enginy by meˇly vyuzˇ´ıvat tento registr adapte´r˚u prˇi zviditelnˇova´n´ı nativn´ıch ob-
jekt˚u Javy v klientsky´ch skriptech.





+registerAdapter(adapter : Adapter) : boolean
+getAdapter(adapteeClass : Class<?>) : Adapter
AdapterRegistry *
*
Obra´zek 5.26: Diagram trˇ´ıd registru adapte´r˚u
5.3 Klientsky´ JavaScriptovy´ engine
V minuly´ch kapitola´ch jsme popsali obecne´ spolecˇne´ rozhran´ı pro vsˇechny skriptovac´ı enginy.
V te´to kapitole se zameˇrˇ´ıme na konkre´tn´ı implementaci jedine´ho skriptovac´ıho enginu, ktery´
je nyn´ı podporova´n – skriptovac´ıho enginu JavaScriptu.
JavaScriptovy´ skriptovac´ı engine byl implementova´n s vyuzˇit´ım knihovny Rhino, ktera´
poskytuje ja´dro interpretu JavaScriptu. Implementovany´ skriptovac´ı engine je kompatibiln´ı
se specifikac´ı JSR 223. Implementace JavaScriptove´ho enginu podle JSR 223 v JDK nebylo
vyuzˇito z d˚uvodu prˇizp˚usoben´ı skriptovac´ıho enginu a kompletn´ı kontroly nad zabudovany´m
prostrˇed´ım Rhino. Standardn´ı skriptovac´ı API pro engine bylo implementova´no zcela od
za´kladu. Jaky´m zp˚usobem probeˇhlo propojen´ım s Rhinem, je uvedeno v kapitole 5.3.1.
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V ra´mci konstrukce skriptovac´ıho enginu docha´z´ı k tvorbeˇ globa´ln´ıho scope. Proces,
ktery´ implementuje atributy a metody globa´ln´ıho objektu do globa´ln´ıho scope, je popsa´n
v kapitole 5.3.2.
Knihovna Rhino exportuje nativn´ı objekty Javy do prostrˇed´ı JavaScriptu tak, zˇe je
zapouzdrˇuje do objekt˚u NativeJavaObject, ktere´ implementuj´ı rozhran´ı Scriptable. Pro
specifikaci cˇlen˚u objekt˚u, jezˇ maj´ı by´t implementova´ny, vyuzˇ´ıva´ Rhino trˇ´ıdy JavaMembers,
ktera´ ovsˇem nen´ı verˇejneˇ prˇ´ıstupna´. Z d˚uvodu potrˇeby definice vlastn´ıch exportovatelny´ch
cˇlen˚u v ra´mci exportovany´ch objekt˚u Javy, bylo nutne´ vytvorˇit vlastn´ı zapouzdrˇuj´ıc´ı objekt.
Jak zapouzdrˇen´ı probeˇhlo, je popsa´no v kapitole 5.3.3.
5.3.1 Rozhran´ı JavaScriptove´ho enginu
Skriptovac´ı engine JavaScriptu je vytva´rˇen tova´rnou WindowJavaScriptEngineFactory.
V implementaci jej prˇedstavuje trˇ´ıda WindowJavaScriptEngine (obra´zek 5.27). Pro jedno
vla´kno mu˚zˇe by´t vytvorˇen pouze jeden skriptovac´ı engine. Omezen´ı je da´no z d˚uvodu, zˇe
je skriptovac´ı engine prˇ´ımo spjat s kontextem Rhina, ktery´ se vytva´rˇ´ı pro aktua´ln´ı beˇzˇ´ıc´ı
vla´kno. Skriptovac´ı kontext Rhina slouzˇ´ı pro beˇh skript˚u a je vytva´rˇen prˇed spusˇteˇn´ım
nove´ho skriptu. K vytva´rˇen´ı kontextu se vyuzˇ´ıva´ tova´rny JavaScriptContextFactory,
ktera´ je instanciova´na v ra´mci konstrukce skriptovac´ıho enginu. Beˇhem konstrukce enginu






























Obra´zek 5.27: Diagram trˇ´ıd skriptovac´ıho enginu JavaScriptu
V ra´mci konstrukce tova´rny skriptovac´ıho kontextu JavaScriptContextFactory se re-
gistruj´ı jednotlive´ podporovane´ adapte´ry pro skriptovac´ı engine. Aktua´lneˇ jsou registrova´ny
adapte´ry: EventAdapter, UIEventAdapter, MouseEventAdapter a ErrorAdapter, jezˇ prˇe-
va´d´ı nativn´ı objekty uda´lost´ı na objekty viditelne´ ve skriptu. Kdyzˇ docha´z´ı k tvorbeˇ kon-
textu, je pro kontext nastavena obaluj´ıc´ı tova´rna, ktera´ rˇeteˇz´ı v´ıce metod obalova´n´ı s vyu-
zˇit´ım dekora´toru WrapFactoryDecorator bl´ızˇe popsane´ho v kapitole 5.3.3.
Skriptovac´ı engine vlastn´ı referenci na tova´rnu resolver˚u cˇlen˚u trˇ´ıd, ktera´ se vyuzˇ´ıva´
pro export nativn´ıch objekt˚u Javy. V aktua´ln´ı implementaci se vyuzˇ´ıva´ tova´rny zalozˇene´
na anotac´ıch ScriptAnnotationClassMembersResolverFactory. Skriptovac´ı engine umozˇ-
nˇuje volat funkce pomoc´ı rozhran´ı Invocable nebo kompilovat skripty s vyuzˇit´ım rozhran´ı
Compilable do objekt˚u CompiledJavaScript.
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Abychom mohli implementovat data binding podle specifikace JSR 223, bylo nutno
vytvorˇit specia´ln´ı scope – objekt ScripContextScriptable. Tento scope zprˇ´ıstupnˇuje ulo-
zˇena´ data pomoc´ı Bindings klientske´mu JavaScriptu a naopak z klientske´ho JavaScriptu
zprostrˇedkova´va´ rozhran´ı pro ulozˇen´ı dat skriptu.
5.3.2 Implementace globa´ln´ıho scope
V ra´mci konstrukce skriptovac´ıho enginu docha´z´ı k tvorbeˇ globa´ln´ıho scope. Globa´ln´ı scope
je reprezentova´n v Rhinu trˇ´ıdou TopLevel. Jelikozˇ klientsky´ JavaScript obsahuje globa´ln´ı
scope, kde je implementova´n globa´ln´ı objekt JavaScriptu Window, byla vytvorˇena rozsˇiˇruj´ıc´ı
trˇ´ıda ObjectTopLevel (obra´zek 5.28), ktera´ dany´ objekt do globa´ln´ıho scope vkla´da´. Glo-
ba´ln´ı objekt Window je z´ıska´va´n skriptovac´ım enginem z nastaven´ı skriptu ScriptSettings





+defineObjectField(name : String, field : ObjectField)
+defineObjectFunction(name : String, function : ObjectFunction)
+defineObjectField(scope : ScriptableObject, name : String, field : ObjectField)















Obra´zek 5.28: Diagram trˇ´ıd objektu globa´ln´ıho scope
Pro implementaci objektu do scope vyuzˇ´ıva´ trˇ´ıda ObjectTopLevel instance implemen-
ta´toru ObjectImplementor. Implementa´tor prˇij´ıma´ objekt, jenzˇ ma´ by´t implementova´n
a cˇleny trˇ´ıdy implementovane´ho objektu z´ıskane´ ze skriptovac´ıho enginu. Implementa´tor
tak ve skutecˇnosti zna´ vsˇechny cˇleny objektu ObjectMembers, ktere´ by meˇly by´t v globa´l-
n´ım scope implementova´ny. Cˇleny objektu jsou implementova´ny s vyuzˇit´ım verˇejny´ch static-
ky´ch metod trˇ´ıdy ObjectScriptable: defineObjectField() a defineObjectFunction().
Trˇ´ıda ObjectScriptable je na´dstavbou nad ScriptableObject, ktera´ umozˇnˇuje v ra´mci
sve´ instance uchovat nativn´ı objekt Javy, jenzˇ sama t´ımto zapouzdrˇuje. Prˇi zavola´n´ı me-
tody defineObjectField() vytva´rˇ´ı trˇ´ıda objekt HostedJavaField, ktery´ na´sledneˇ do prˇe-
dane´ho scope vkla´da´. Po zavola´n´ı metody defineObjectFunction() vytva´rˇ´ı trˇ´ıda novy´
objekt HostedJavaMethod, ktery´ takte´zˇ vkla´da´ do prˇedane´ho scope. Nacha´z´ı-li se v prˇe-
dane´m scope jizˇ jiny´ existuj´ıc´ı objekt HostedJavaMethod, pak je metoda ObjectFunction
prˇida´na do listu prˇet´ızˇeny´ch metod existuj´ıc´ıho objektu HostedJavaMethod.
Globa´ln´ı scope implementuje standardn´ı objekty Javy a odstranˇuje vesˇkere´ rozsˇiˇruj´ıc´ı
objekty Rhina, ktere´ by mohly narusˇit bezpecˇnost prova´deˇn´ı skriptu, naprˇ. JavaImporter,
Packages, importClass, importPackage, atd.
Z d˚uvodu umozˇneˇn´ı spra´vne´ funkce opera´toru instanceof, nebylo nutno do globa´l-
n´ıho scope implementovat pouze globa´ln´ı objekt Window, ale take´ vsˇechny objekty trˇ´ıd.
Prˇida´n´ı te´to podpory zajistil injektor ClassObjectInjector (obra´zek 5.29), ktery´ vsˇechny
trˇ´ıdy, jezˇ by meˇly by´t viditelne´ ve skriptu, prˇeva´d´ı na objekty ClassScriptable. Objekty
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ClassScriptable zapouzdrˇuj´ı objekt trˇ´ıdy a prˇedefinova´vaj´ı metodu hasInstance(), ktera´








Obra´zek 5.29: Diagram trˇ´ıd injektoru globa´ln´ıho scope
5.3.3 Zapouzdrˇen´ı nativn´ıch objekt˚u Javy
Implementova´n´ım globa´ln´ıho scope jsme z´ıskali mnozˇinu atribut˚u a metod, ktere´ mohou
navracet nativn´ı objekty Javy uzˇivatelske´mu skriptu. Skriptovac´ı engine ovsˇem nativn´ım
objekt˚um Javy
”
nerozumı´“ a nedoka´zˇe s nimi pracovat, protozˇe neimplementuj´ı rozhran´ı
Scriptable. Knihovna Rhino rˇesˇ´ı zapouzdrˇova´n´ı objekt˚u pomoc´ı vy´choz´ı obalovac´ı tova´rny
WrapFactory, jej´ızˇ instance je uchova´va´na v objektu kontextu Rhina. Implementace oba-
lovac´ı tova´rny zapouzdrˇuje nativn´ı objekty do objektu NativeJavaObject.
Jelikozˇ nebylo mozˇne´ ovlivnit exportovatelne´ cˇleny nativn´ıch objekt˚u, bylo nutne´ vy-
tvorˇit novou obaluj´ıc´ı tova´rnu, ktera´ vytva´rˇ´ı novy´ obal pro nativn´ı objekty reprezentovany´
trˇ´ıdou HostedJavaObject (obra´zek 5.30). Obal nativn´ıho objektu HostedJavaObject za-
pouzdrˇuje nativn´ı objekt, k neˇmuzˇ lze prˇistoupit naprˇ. rozbalen´ım d´ıky rozhran´ı Wrapper.
Na rozd´ıl od globa´ln´ıho kontextu, obal neimplementuje vsˇechny exportovatelne´ cˇleny do
scope, ny´brzˇ vytva´rˇ´ı pouze rozhran´ı pro prˇ´ımy´ prˇ´ıstup do zapouzdrˇeny´ch nativn´ıch ob-
jekt˚u. Obal obsahuje referenci na vsˇechny exportovatelne´ cˇleny ObjectMemers zapouzdrˇe-
ne´ho objektu a te´to reference vyuzˇ´ıva´ prˇi potrˇebeˇ z´ıskat nebo nastavit neˇkterou vlastnost
zapouzdrˇene´ho objektu. Vlastnostmi zde ma´me na mysli i funkce zapouzdrˇene´ho objektu
ObjectFunction, ktere´ prˇedt´ım nezˇ je vra´t´ıme z rozhran´ı Scriptable, mus´ı by´t obaleny
do nove´ho objektu HostedJavaMethod. Kromeˇ zajiˇsteˇn´ı rozhran´ı Scriptable rozsˇ´ıˇren´ım
trˇ´ıdy ObjectScriptable, obal HostedJavaObject implementuje take´ rozhran´ı Function.
Rozhran´ı Function je implementova´no za u´cˇelem umozˇneˇn´ı vola´n´ı exportovatelny´ch kon-
struktor˚u zapouzdrˇene´ho objektu. Prˇi vola´n´ı opera´toru new docha´z´ı k zavola´n´ı metody

























Obra´zek 5.30: Diagram trˇ´ıd zapouzdrˇuj´ıc´ı trˇ´ıdy nativn´ıch objekt˚u Javy
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Obaluj´ıc´ı objekt HostedJavaMethod rozsˇiˇruje funkcˇn´ı objekt FunctionObject a umozˇ-
nˇuje uchova´vat vsˇechny prˇet´ızˇene´ metody, jezˇ tento objekt prˇedstavuje. Z d˚uvodu vola´n´ı
prˇet´ızˇeny´ch metod, byla prˇedefinova´na metoda call(), ktera´ se prova´d´ı prˇi vola´n´ı funkce.
Prˇi invokaci funkce docha´z´ı nejprve k vyhleda´n´ı metody v listu prˇet´ızˇeny´ch metod a pak
k zavola´n´ı vybrane´ metody. Bylo implementova´no jednoduche´ vyhleda´va´n´ı metod meto-
dou getNearestObjectFunction(), ktera´ vyhleda´va´ funkce na za´kladeˇ pocˇtu argument˚u
a jejich typ˚u. Vyhleda´va´n´ı pocˇ´ıta´ i s mozˇnost´ı vola´n´ı metod s promeˇnny´mi argumenty.
Prˇi nastavova´n´ı nativn´ıch objekt˚u JavaScriptu do neˇktery´ch rozhran´ı ja´dra uzˇivatel-
ske´ho agenta, se naskytla potrˇeba neˇktere´ tyto nativn´ı objekty obalovat. V diagramu na
obra´zku 5.30 vid´ıme, zˇe naprˇ. obal HostedJavaObject mu˚zˇe vytva´rˇet adaptuj´ıc´ı objekty
FunctionEventHandlerAdapter a FunctionEventListenerAdapter. Tyto adapte´ry jsou
vytva´rˇeny prˇi pozˇadavku na ulozˇen´ı nativn´ı funkce JavaScriptu do neˇktere´ho z rozhran´ı
EventHandler nebo EventListener. V aktua´ln´ı implementaci nen´ı momenta´lneˇ jednotne´
mı´sto, ktere´ by se staralo o spra´vu teˇchto adapte´r˚u.
Vy´sˇe popsany´ obal nativn´ıch objekt˚u Javy HostedJavaObject je vytva´rˇen v ra´mci upra-
vene´ obaluj´ıc´ı tova´rny DafaultWrapFactoryDecorator (obra´zek 5.31). Vytvorˇena´ obaluj´ıc´ı


















Obra´zek 5.31: Diagram trˇ´ıd obaluj´ıc´ı tova´rny
Pro JavaScriptovy´ engine byly implementova´ny celkem trˇi obaluj´ıc´ı tova´rny, ktere´ se
prova´d´ı v na´sleduj´ıc´ım porˇad´ı:
1. AdapterWrapFactoryDecorator – obaluj´ıc´ı tova´rna prˇeva´deˇj´ıc´ı nativn´ı objekty, jezˇ
maj´ı koresponduj´ıc´ı adapte´r v registru adapte´ru, na adaptovane´ objekty. Tova´rna
vzˇdy vola´ na´sleduj´ıc´ı zrˇeteˇzenou tova´rnu;
2. CollectionsWrapFactoryDecorator – obaluj´ıc´ı tova´rna prˇeva´deˇj´ıc´ı nativn´ı kolekce
Javy na objekt HostedJavaCollection, cˇ´ımzˇ zprˇ´ıstupnˇuje jejich prvky ve skriptech.
Pokud nen´ı nativn´ı objekt kolekc´ı, pak docha´z´ı k zavola´n´ı posledn´ı zrˇeteˇzene´ tova´rny;
3. DafaultWrapFactoryDecorator – obaluj´ıc´ı tova´rna prova´deˇj´ıc´ı prˇevod vsˇech nativ-
n´ıch objekt˚u na objekty HostedJavaObject tak, jak bylo popsa´no vy´sˇe.
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5.4 Uzˇivatelske´ rozhran´ı pro prohl´ızˇen´ı stra´nek
V kapitole 5.1.4 jsme se zaby´vali zpracova´n´ım obsahu zdroje a jeho prˇevodem na dokument.
Dalˇs´ım krokem v rea´lne´m prohl´ızˇecˇi by bylo zobrazen´ı dokumentu uzˇivateli a to jizˇ beˇhem
jeho parsova´n´ı. Jelikozˇ nen´ı hotova podpora pro inkrementa´ln´ı a dynamicke´ zmeˇny obsahu
dokumentu, bylo implementova´no zobrazova´n´ı dokumentu azˇ pote´, co parser dokumentu
dokoncˇ´ı sv˚uj beˇh. Jednoduchou komponentu, ktera´ umozˇnˇuje prohl´ızˇen´ı HTML dokument˚u,
implementuje trˇ´ıda ScriptBrowser. Komponenta vycha´z´ı z komponenty BrowserPane im-
































Obra´zek 5.32: Diagram trˇ´ıd komponenty k vykreslova´n´ı dokument˚u
Trˇ´ıda ScriptBrowser zapouzdrˇuje procha´zec´ı kontext okna, nad ktery´m registruje od-
beˇratele pro uda´losti generovane´ navigacˇn´ım kontrolerem a spolecˇnou histori´ı sezen´ı. Prˇijme-
li odbeˇratel uda´lost, ktera´ znamena´ zmeˇnu dokumentu, pak tento odbeˇratel vola´ metodu
refresh(), jezˇ zp˚usob´ı vykreslen´ı dokumentu. Beˇhem vykreslen´ı dokumentu je z´ıska´na refe-
rence na objekt EditorKit, nad n´ımzˇ je zavola´no cˇten´ı dokumentu metodou read(). Jelikozˇ
dokument je jizˇ zpracova´n, tak metodeˇ read() tento dokument prˇeda´me zapouzdrˇeny´ do
vstupn´ıho datove´ho toku DocumentInputStream. Metoda read() vnitrˇneˇ pro vykreslen´ı
dokumentu vyuzˇ´ıva´ instance ScriptAnalyzer, ktera´ byla s komponentou ScriptBrowser
asociova´na beˇhem jej´ı konstrukce. V ra´mci metody analyze() trˇ´ıdy ScriptAnalyzer docha´z´ı
k z´ıska´n´ı zapouzdrˇene´ho dokumentu ze vstupn´ıho datove´ho toku, analyzova´n´ı objektu DOM
trˇ´ıdou DOMAnalyzer a na´vrhu vy´sledne´ho vzhledu dokumentu trˇ´ıdou BrowserCanvas.
Kazˇda´ prohl´ızˇec´ı komponenta ScriptBrowser ma´ asociovanou vlastn´ı obsluzˇnou ru-
tinu pro to, co se ma´ sta´t, kdyzˇ se klikne na URL odkaz. Obsluhu kliku na hyperlink
implementuje trˇ´ıda ScriptBrowserHyperlinkHandler, ktera´ vnitrˇneˇ vola´ navigacˇn´ı kont-
roler a statickou metodu followHyperlink(). Kromeˇ obsluhy URL odkaz˚u, komponenta
implementuje generova´n´ı uda´lost´ı mysˇi pro prˇ´ıslusˇne´ uzly dokumentu, nad ktery´mi uda´-
lost nastala. Jelikozˇ komponenta mu˚zˇe obsahovat posuvn´ıky, informuje procha´zec´ı jednotka




Pro zna´zorneˇn´ı funkcˇnosti uzˇivatelske´ho agenta byly implementova´ny dveˇ uka´zkove´ spus-
titelne´ aplikace, ktere´ demonstruj´ı jeho za´kladn´ı funkce. Obeˇ aplikace slouzˇily k otestova´n´ı
mozˇnosti prohl´ızˇet HTML dokumenty. Jejich implementace se nacha´z´ı v bal´ıku projektu
nazvane´m org.fit.cssbox.scriptbox.demo.
Jednoducha´ aplikace, ktera´ umozˇnˇuje pouze navigova´n´ı stra´nek a procha´zen´ı spolecˇne´
historie sezen´ı, je podrobneˇji popsa´na v kapitole 5.5.1. Dalˇs´ı implementovanou aplikac´ı,
ktera´ prˇida´va´ neˇktere´ lad´ıc´ı komponenty klientske´ho JavaScriptu, se zaby´va´ kapitola 5.5.2.
5.5.1 Jednoduchy´ prohl´ızˇecˇ
Pro vytvorˇen´ı jednoduche´ho prohl´ızˇecˇe bylo zapotrˇeb´ı definovat nove´ho uzˇivatelske´ho agenta
SimpleBrowserUserAgent (obra´zek 5.33), ktery´ vytva´rˇ´ı jednoduche´ procha´zec´ı jednotky
SimpleBrowserBrowsingUnit obsahuj´ıc´ı uzˇivatelske´ rozhran´ı. K implementaci jednodu-
che´ho uzˇivatelske´ho rozhran´ı bylo vyuzˇito architektury MVP (model-view-presenter) s pa-
sivn´ım pohledem. Presenter v implementaci prˇedstavuje trˇ´ıda SimpleBrowserUIPresenter,




















Obra´zek 5.33: Diagram trˇ´ıd rozsˇ´ıˇren´ı uzˇivatelske´ho agenta o uzˇivatelske´ rozhran´ı
Beˇhem konstrukce procha´zec´ı jednotky docha´z´ı nejprve k tvorbeˇ presenteru, jenzˇ v ra´mci
sve´ tvorby vytva´rˇ´ı pohled, se ktery´m je prˇ´ımo spjat. Jakmile je pohled vytvorˇen, docha´z´ı
presenterem k zaregistrova´n´ı odbeˇratel˚u uda´lost´ı nad uzˇivatelsky´mi komponentami pohledu.
Kromeˇ odbeˇratel˚u uzˇivatelsky´ch komponent registruje presenter te´zˇ odbeˇratele u objekt˚u
uzˇivatelske´ho agenta, tzn. modelu. Konkre´tneˇ jsou zaregistrova´ny odbeˇratele´ nad navigacˇ-
n´ım kontrolerem hlavn´ıho procha´zec´ıho kontextu a nad spolecˇnou histori´ı sezen´ı procha´zec´ı
jednotky. Po zachycen´ı uda´lost´ı z navigacˇn´ıho kontroleru nebo spolecˇne´ historie sezen´ı do-
cha´z´ı presenterem k pasivn´ı u´praveˇ pohledu. Prˇi dokoncˇen´ı stazˇen´ı dokumentu je naprˇ.
aktualizova´n na´zev aplikace podle titulku stra´nky, po pr˚uchodu spolecˇnou histori´ı sezen´ı
jsou aktualizova´ny tlacˇ´ıtka vprˇed a zpeˇt.
Vy´sledny´ jednoduchy´ prohl´ızˇecˇ je zobrazen na obra´zku v prˇ´ıloze E. Prohl´ızˇecˇ umozˇnˇuje
navigovat nove´ stra´nky pomoc´ı navigacˇn´ıho rˇa´dku a procha´zet spolecˇnou historii sezen´ı
pomoc´ı tlacˇ´ıtek vprˇed a zpeˇt.
5.5.2 Tester JavaScriptu
Beˇhem testova´n´ı funkcˇnosti uzˇivatelske´ho agenta se naskytla potrˇeba pro ladeˇn´ı klientsky´ch
skript˚u JavaScriptu – vznik tzv. testeru. Z tohoto d˚uvodu bylo implementova´no rozsˇ´ıˇren´ı
jednoduche´ho prohl´ızˇecˇe uvedene´ho v prˇedesˇle´ kapitole 5.5.1. Rozsˇ´ıˇren´ı prˇidalo ke kompo-
nenteˇ pro prohl´ızˇen´ı dokument˚u dalˇs´ı trˇi nove´ komponenty. Architektura pro tester byla
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zvolena take´ typu MVP. Presenter JavaScriptTesterUIPresenter vyuzˇ´ıva´ implemento-
vane´ funkcˇnosti v presenteru SimpleBrowserUIPresenter. Vzhled testeru pohledu byl vy-
tvorˇen zcela novy´ – trˇ´ıda JavaScriptTesterUI. Vzhled implementuje rozhran´ı BrowserUI
spolecˇne´ pro pohled jednoduche´ho prohl´ızˇecˇe.
Prvn´ı dveˇ komponenty, ktere´ byly navrzˇeny a zcela implementova´ny umozˇnˇuj´ı procha´-
zet objekty, ktere´ jsou definovane´ ve skriptu. Na obra´zku 5.34 mu˚zˇeme videˇt komponentu
ScriptObjectViewer a komponentu ScriptObjectsWatchList.
Obra´zek 5.34: Komponenta ScriptObjectViewer (zleva) a ScriptObjectsWatchList
Prvn´ı komponenta ScriptObjectViewer umozˇnˇuje zobrazit vsˇechny atributy objektu,
ktery´ se j´ı prˇeda´. Spolecˇny´m objektem pro vsˇechny klientske´ skripty je objekt Window, jehozˇ
bylo pra´veˇ zvoleno pro vy´pis v aplikaci testeru. Jednotlive´ polozˇky ve vy´pisu nelze ovlivnit
a jinak modifikovat. Komponenta je pouze informativn´ı a ukazuje aktua´ln´ı stav objektu
Window.
Druha´ komponenta ScriptObjectsWatchList prˇida´va´ mozˇnost volby objekt˚u, ktere´
maj´ı by´t ve vy´pisu objekt˚u zobrazeny. Objekty lze kdykoliv prˇida´vat nebo je odeb´ırat.
Trˇet´ı komponenta (obra´zek 5.35) slouzˇ´ı k procha´zen´ı stazˇene´ho zdrojove´ho ko´du doku-
mentu a k jeho prˇ´ıpadne´ modifikaci. Pro zvy´razneˇn´ı syntaxe byla pouzˇita z´ıskana´ knihovna
jsyntaxpane. V ra´mci komponenty lze da´le vytva´rˇet za´lozˇky, do ktery´ch mu˚zˇeme vkla´dat
zdrojovy´ ko´d, jenzˇ je mozˇno ulozˇit nebo navigovat. Navigace vytvorˇene´ho zdrojove´ho ko´du
prob´ıha´ tak, zˇe se zdrojovy´ ko´d ulozˇ´ı do slozˇky docˇasny´ch soubor˚u, ze ktere´ pak prob´ıha´
samotna´ navigace.
Obra´zek 5.35: Komponenta pro zobrazova´n´ı zdrojove´ho ko´du dokumentu
Vy´sledna´ podoba aplikace je zna´zorneˇna na obra´zku v prˇ´ıloze F.
54
Kapitola 6
Testova´n´ı a dosazˇene´ vy´sledky
Na´sleduj´ıc´ı kapitola se veˇnuje testova´n´ı implementovane´ho rˇesˇen´ı rozsˇ´ıˇren´ı projektu Swing-
Box a hodnot´ı jeho vy´konost cˇi kompatibilitu. Prvn´ı podkapitola 6.1 se zameˇrˇuje na zp˚usob,
jaky´m testova´n´ı prob´ıhalo, a uva´d´ı testovane´ aspekty rˇesˇen´ı. Dalˇs´ı podkapitola 6.2 hodnot´ı
vy´sledne´ rˇesˇen´ı z hlediska vy´konnosti. Mı´ry ukazatele vy´konnosti jsou porovna´ny s nejzna´-
meˇjˇs´ımi internetovy´mi prohl´ızˇecˇi. V za´veˇru kapitoly jsou shrnuty dosazˇene´ vy´sledky, zhod-
nocena kompatibilita rˇesˇen´ı a uvedeny neˇktere´ dalˇs´ı mozˇnosti, jaky´mi by mohl v budoucnu
pokracˇovat dalˇs´ı vy´voj cele´ho projektu.
6.1 Testova´n´ı rˇesˇen´ı
Testova´n´ı implementovane´ho rˇesˇen´ı prob´ıhalo v´ıce zp˚usoby. Funkcˇnost byla testova´na beˇ-
hem cele´ho vy´voje rozsˇ´ıˇren´ı. Neˇktere´ testy byly automatizova´ny a nyn´ı se nacha´z´ı v bal´ıku
tests. Automatizovane´ testy byly vytvorˇeny pro otestova´n´ı uda´lostn´ı smycˇky, jednotli-
vy´ch resolver˚u cˇlen˚u trˇ´ıd a zapouzdrˇuj´ıc´ıch objekt˚u nativn´ıch objekt˚u Javy. Dodatecˇneˇ
byla funkcˇnost oveˇrˇena pomoc´ı benchmarku SunSpider a uka´zkovy´mi HTML stra´nkami
vytvorˇeny´mi pro uka´zkove´ aplikace zahrne´ v rozsˇ´ıˇren´ı.
V jednoduchy´ch testech funkce uda´lostn´ı smycˇky EventLoopTests byly vytvorˇeny trˇi
testovac´ı prˇ´ıpady, ktere´ oveˇrˇuj´ı nejd˚ulezˇiteˇjˇs´ı funkcˇnost uda´lostn´ı smycˇky. Prvn´ı prˇ´ıpad
TestSpinEventLoopOrder testuje, zda docha´z´ı ke spra´vne´mu prˇerusˇen´ı pra´veˇ prob´ıhaj´ıc´ı
u´lohy, prˇedpokla´dane´ rotaci uda´lostn´ı smycˇky a opeˇtovne´mu vlozˇen´ı u´lohy do fronty u´loh.
Druhy´ prˇ´ıpad TestSpinEventLoopAbort testuje mozˇnost ukoncˇen´ı uda´lostn´ı fronty me-
todou abort(), cozˇ hraje d˚ulezˇitou roli prˇi rusˇen´ı procha´zec´ı jednotky. Posledn´ı prˇ´ıpad
TestRoundRobinScheduler oveˇrˇuje spra´vnou funkci pla´novacˇe u´loh s kruhovy´m vy´beˇrem
a testuje, zda docha´z´ı opravdu ke kruhove´mu vyb´ıra´n´ı u´loh.
Dalˇs´ı implementovane´ testy HostedJavaObjectTest a JavaScriptAnnotationTests
slouzˇily k otestova´n´ı funkce implementa´toru globa´ln´ıho scope a exportu nativn´ıch objekt˚u
Javy. Byl otestova´n vy´choz´ı resolver cˇlen˚u trˇ´ıd a resolver zalozˇeny´ na skriptovac´ıch anota-
c´ıch. Testy byly c´ıleny k oveˇrˇen´ı spra´vne´ho vyjmenova´n´ı vy´cˇtovy´ch vlastnost´ı, tzn. cˇlen˚u, jezˇ
meˇly nastavenou mozˇnost ENUMERABLE. Da´le se testovaly mozˇnosti FIELD_GET_OVERRIDE,
FIELD_SET_OVERRIDE, CALLABLE_GETTER a CALLABLE_SETTER. Testy u vsˇech cˇlen˚u trˇ´ıd
zkontrolovaly jejich na´vratove´ hodnoty s prˇedpokla´dany´mi hodnotami a oveˇrˇily, zda byl
exportova´n spra´vny´ pocˇet vlastnost´ı. Vsˇechny vlastnosti, ktere´ by nemeˇly by´t videˇt ve
skriptech, byly otestova´ny na nedefinovanou hodnotu undefined.
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Posledn´ı implementovane´ testy CollectionsWrapFactoryTests oveˇrˇily spra´vnou funkci
konverze nativn´ıch kolekc´ı Javy na objekty, ktere´ umozˇnˇuj´ı prˇ´ıstup k prvk˚um kolekci pomoc´ı
index˚u.
Jak jizˇ bylo zmı´neˇno, k otestova´n´ı spra´vne´ funkcˇnosti slouzˇil i benchmark SunSpider1,
ktery´ oveˇrˇil spra´vnou implementaci JavaScriptove´ho enginu podle normy JSR 223. Ben-
chmark obsahuje rˇadu test˚u k oveˇrˇen´ı za´kladn´ı JavaScriptove´ mnozˇiny a vyhodnocen´ı vy´-
konnosti skriptovac´ıho enginu (kapitola 6.2).
Du˚lezˇitou roli beˇhem testova´n´ı prˇedstavovaly uka´zkove´ HTML stra´nky, ktere´ slouzˇ´ı pro
demonstraci funkcˇnosti implementovane´ho rozhran´ı klientske´ho JavaScriptu. Beˇhem tvorby
uka´zkovy´ch stra´nek se otestovaly vsˇechny rozhran´ı, ktere´ tyto stra´nky vyuzˇ´ıvaly.
Bylo zhotoveno celkem 6 uka´zek zna´zornˇuj´ıc´ıch na´sleduj´ıc´ı steˇzˇejn´ı implementace:
1. dialogs.html – prˇedstaven´ı za´kladn´ıch uzˇivatelsky´ch dialog˚u,
2. events.html – uka´zka generova´n´ı neˇktery´ch DOM uda´lost´ı,
3. scripts.html – spousˇteˇn´ı skript˚u v ra´mci dokumentu,
4. history.html – procha´zen´ı histori´ı sezen´ı,
5. location.html – navigovan´ı dokument˚u,
6. sunspider.html – vnorˇen´ı dokumentu pomoc´ı znacˇky <iframe>.
6.2 Vyhodnocen´ı vy´konnosti
Po dokoncˇen´ı implementace a jej´ım otestova´n´ı byla vyhodnocena vy´konnost implemento-
vane´ho rˇesˇen´ı. Pro vsˇechny testy, ktere´ slouzˇily k vyhodnocen´ı vy´konnosti, bylo vyuzˇito
nezat´ızˇene´ho stroje, jehozˇ vy´pocˇetn´ı zdroje nebyly limitova´ny, naprˇ. nedostatkem operacˇn´ı
pameˇti. Testovana´ aplikace s implementovany´ch rozsˇ´ıˇren´ı byla prˇelozˇena prˇekladacˇem EJC2.
Pro testova´n´ı slouzˇil stroj s operacˇn´ım syste´mem Windows 8 a s na´sledovnou za´kladn´ı kon-
figurac´ı: Intel Core i5 2430M Sandy Bridge, RAM 4GB DDR3.
Pro vyhodnocen´ı vy´konnosti bylo vyuzˇito benchmarku SunSpider, ktery´ obsahuje sadu
za´kladn´ıch vy´konnostn´ıch test˚u. Jednotlive´ testy jsou orientova´ny do rˇady veˇdn´ıch obor˚u
a proble´mu˚ rea´lne´ho sveˇta. Benchmark obsahuje naprˇ´ıklad testy vykona´vaj´ıc´ı kryptogra-
ficke´ operace (SHA1, MD5, AES), sledova´n´ı paprsku v prostoru (angl. 3D ray tracing),
dekompresi spustitelne´ho ko´du aj.
Abychom mohli z´ıskane´ vy´sledky benchmarku porovnat s na´mi nameˇrˇeny´mi hodnotami,
bylo provedeno nejprve meˇrˇen´ı pro nejpouzˇ´ıvaneˇjˇs´ı internetove´ prohl´ızˇecˇe. Vyhodnoceny´mi
prohl´ızˇecˇi jsou: Firefox, Chrome, Internet Explorer (da´le IE) a Opera. Pro z´ıska´n´ı nameˇ-
rˇeny´ch hodnot bylo vyuzˇito verˇejneˇ prˇ´ıstupne´ho API pro spusˇteˇn´ı jednotlivy´ch test˚u ben-
chmarku. Kazˇdy´ test byl spusˇteˇn celkem 5 kra´t. Z´ıskane´ cˇasy trva´n´ı pro jednotlive´ skupiny
test˚u a pro vsˇechny zmı´neˇne´ prohl´ızˇecˇe lze videˇt na obra´zku 6.1.
Z grafu 6.1 bylo zjiˇsteˇno, zˇe vy´konnosti jednotlivy´ch skriptovac´ıch engin˚u nejpouzˇ´ıvaneˇj-
sˇ´ıch internetovy´ch prohl´ızˇecˇ˚u se vy´razneˇ neliˇs´ı. Testy nejle´pe dopadly pro prohl´ızˇecˇ FireFox,
ktery´ vsˇechny testy dokoncˇil pr˚umeˇrneˇ za 209 milisekund, a nejh˚urˇe pro prohl´ızˇecˇ IE, jehozˇ




































Obra´zek 6.1: Trva´n´ı jednotlivy´ch skupin test˚u v prohl´ızˇecˇ´ıch
Pro otestova´n´ı na´mi implementovane´ho rˇesˇen´ı bylo nutno vytvorˇit vlastn´ı API ben-
chmarku, ktere´ spousˇteˇlo jednotlive´ vy´konnostn´ı testy. Verˇejne´ API nebylo mozˇne´ pouzˇ´ıt,
jelikozˇ pro sv˚uj beˇh vyuzˇ´ıvalo podmnozˇinu JavaScriptu, ktera´ nebyla doposud implemen-
tova´na. Vytvorˇene´ vykona´vac´ı API se nacha´z´ı ve slozˇce benchmark umı´stneˇne´ ve slozˇce
pro zdrojove´ ko´dy uka´zkovy´ch HTML stra´nek (prˇ´ıloha A). Implementovane´ API z´ıska´va´
ze zadane´ URL adresy dokument, ktery´ obsahuje seznam vsˇech test˚u, jezˇ by se meˇly vyko-
nat. Skripty, jejichzˇ cesty jsou uvedene´ v dane´m listu stazˇene´ho dokumentu, se postupneˇ


































Obra´zek 6.2: Trva´n´ı jednotlivy´ch skupin test˚u v implementovane´m rˇesˇen´ı
Implementovane´ rˇesˇen´ı jsme nejprve sestavili tak, aby vykona´vane´ skripty nebyly kom-
pilova´ny prˇed jejich spusˇteˇn´ım. Podruhe´ jsme rˇesˇen´ı sestavili tak, zˇe vsˇechny skripty byly
kompilova´ny. Nad obeˇma sestaven´ımi jsme nechali beˇzˇet benchmark. Da´le bylo provedeno
neˇkolik experiment˚u, jelikozˇ posledn´ı skupina test˚u dopadla vy´razneˇ pod ocˇeka´va´n´ı. Vy´-
sledkem experiment˚u bylo odstraneˇn´ı obalu ScriptContextScriptable, ktery´ zajiˇst’oval
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data binding pro standardn´ıho skriptovac´ıho API. Du˚sledkem odstraneˇn´ı obalu bylo naprˇ.
znemozˇneˇn´ı injekce skriptovac´ıho kontextu. Tento za´sah neprˇedstavoval zˇa´dny´ proble´m pro
beˇh benchmarku. Nakonec jsme provedli i benchmark nad skriptovac´ım enginem, ktery´ ne-
meˇl implementovane´ rozhran´ı podle normy JSR 223. Vy´sledky vsˇech trˇ´ı beˇh˚u benchmarku
jsou zna´zorneˇny na obra´zku 6.2. Kazˇdy´ test benchmarku byl spusˇteˇn celkem 15 kra´t a jeho
doba trva´n´ı byla zpr˚umeˇrova´na.
Z´ıskane´ cˇasy trva´n´ı byly oproti ostatn´ım internetovy´m prohl´ızˇecˇ˚um vy´razneˇ delˇs´ı. Kom-
pilace skriptu nemeˇla za´sadn´ı vliv na zrychlen´ı beˇhu skriptu. Z d˚uvodu
”
va´znouc´ı“ posledn´ı
skupiny test˚u string byl celkovy´ cˇas beˇhu jednoho benchmarku s kompilovany´m nebo ne-
kompilovany´m ko´dem 9, 6 sekundy. Implementovany´ skriptovac´ı engine byl zhruba 42 kra´t
pomalejˇs´ı nezˇ skriptovac´ı enginy ostatn´ıch meˇrˇeny´ch internetovy´ch prohl´ızˇecˇ˚u. Odstraneˇ-
n´ım standardn´ıho skriptovac´ıho API dosˇlo k vy´razne´mu zlepsˇen´ı posledn´ı skupiny test˚u
string. V ostatn´ıch testovany´ch skupina´ch dosˇlo takte´zˇ k mı´rne´mu zlepsˇen´ı. Celkovy´ cˇas
byl 5, 7 sekundy, cozˇ je 25 kra´t pomalejˇs´ı nezˇ pr˚umeˇrny´ celkovy´ cˇas u dalˇs´ıch internetovy´ch
prohl´ızˇecˇ˚u. Proble´m vznikly´ v posledn´ı skupineˇ string nebyl bl´ızˇe trasova´n. Vysoka´ cˇasova´
latence je s nejveˇtsˇ´ı pravdeˇpodobnost´ı zp˚usobena prˇevodem optimalizovany´ch textovy´ch rˇe-
teˇzc˚u JavaScriptu ConsString na nativn´ı textove´ rˇeteˇzece Javy String, ktery´ prob´ıha´ prˇi
kazˇde´m ulozˇen´ı rˇeteˇzce do globa´ln´ıho scope.
6.3 Zhodnocen´ı rˇesˇen´ı a jeho kompatibility
Implementace navrzˇene´ho rˇesˇen´ı probeˇhla podle specifikace HTML 5.1, jezˇ je sta´le ve fa´zi
editorske´ho na´vrhu. Sta´le rozsˇiˇrovany´ a opravovany´ dokument na´vrhu specifikace HTML
5.1 byl konfrontova´n se starsˇ´ı verz´ı specifikace HTML 5, ktera´ je jizˇ ve fa´zi doporucˇen´ı.
Azˇ na neˇktere´ vy´jimky lze rˇ´ıci, zˇe dokoncˇena´ podmnozˇina podpory klientske´ho JavaScriptu
je kompatibiln´ı se specifikac´ı HTML 5.1. Vsˇechny vznikle´ nekompatibility byly vyznacˇeny
v ko´du odpov´ıdaj´ıc´ım komenta´rˇem. Nekompatibility vznikly hlavneˇ z d˚uvodu nereentrant-
n´ıho parseru nebo jine´ chybeˇj´ıc´ı implementace. Mezi neˇktere´ nejpodstatneˇjˇs´ı nekompatibi-
lity mu˚zˇeme povazˇovat naprˇ.:
1. neblokuj´ıc´ı spousˇteˇn´ı skript˚u – nebylo implementova´no cˇeka´n´ı na stazˇen´ı kaska´do-
vy´ch styl˚u dokumentu, ktere´ by meˇlo blokovat vykona´va´n´ı skript˚u. Stahova´n´ı teˇchto
zdroj˚u zajiˇst’uje jina´ trˇ´ıda v ra´mci projektu CSSBox. Abychom zabra´nili v´ıcena´sob-
ne´mu stahova´n´ı zdroj˚u, je nutne´ v budoucnu rozhran´ı projekt˚u CSSBox a Script-
Box sjednotit. Zbyle´ pozˇadavky na porˇad´ı spousˇteˇn´ı skript˚u byly jizˇ implementova´ny
prˇesneˇ podle uvedene´ specifikace;
2. nemozˇnost reentrantn´ıho parsova´n´ı – aktua´lneˇ vyuzˇ´ıvany´ parser dokument˚u Ne-
koHTML nen´ı reentrantn´ı. Chybeˇj´ıc´ı funkcˇnost velice komplikuje prˇ´ıpadnou budouc´ı
implementaci naprˇ. vola´n´ı document.write(). Neˇktere´ mechanismy, ktere´ osˇetrˇuj´ı
naprˇ. vnorˇene´ vlozˇen´ı <script> znacˇky, nebyly kompletneˇ implementova´ny, protozˇe
parser nen´ı reentrantn´ı.
V porovna´n´ı s prˇedesˇly´m projektem SwingBox, v neˇmzˇ chybeˇla implementace ja´dra uzˇi-
vatelske´ho agenta, se snazˇ´ı aktua´ln´ı projekt veˇrneˇ na´sledovat specifikaci. Na´sledneˇ uvedeme
neˇktere´ prˇ´ıpady, ktere´ vylepsˇuj´ı implementaci projektu SwingBox.
V projektu SwingBox definovana´ obsluzˇna´ trˇ´ıda DefaultHyperlinkHandler pro klik na
URL odkaz byla prˇedefinova´na trˇ´ıdou ScriptBrowserHyperlinkHandler. Nova´ implemen-
tace obsluhy kliku na URL odkaz vyuzˇ´ıva´ ja´dra asociovane´ho uzˇivatelske´ho agenta, tzn.
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navigacˇn´ıho kontroleru pro navigova´n´ı dokument˚u. Dı´ky zmeˇneˇ implementace lze naprˇ´ıklad
odkazovat pomocne´ procha´zec´ı kontexty.
Projekt SwingBox implementoval stahova´n´ı dokumentu v ra´mci uda´lostn´ı smycˇky uzˇi-
vatelske´ho rozhran´ı, cozˇ meˇlo za na´sledek zablokova´n´ı dane´ uda´lostn´ı smycˇky a znemozˇneˇn´ı
pra´ce s uzˇivatelsky´m rozhran´ım. Aktua´ln´ı implementaci stahova´n´ı dokumentu zajiˇst’uje
trˇ´ıda navigacˇn´ıho kontroleru, ktera´ naviguje dokument v asynchronn´ım vla´kneˇ a pro jeho
zpracova´n´ı vkla´da´ u´lohu do uda´lostn´ı fronty aktua´ln´ı procha´zec´ı jednotky. Cely´ proces sta-
zˇen´ı dokumentu a jeho zpracova´n´ı prob´ıha´ v jiny´ch vla´knech nezˇ je vla´kno uzˇivatelske´ho
prostrˇed´ı. Uzˇivatelske´ rozhran´ı je nyn´ı plneˇ responsibiln´ı.
Implementace ja´dra uzˇivatelske´ho agenta prob´ıhala podle jednotlivy´ch podkapitol spe-
cifikace [7]. Jmenoviteˇ bylo cˇerpa´no z na´sleduj´ıc´ıch cˇa´st´ı specifikace:
1. Webove´ aplikacˇn´ı API [23] – vyuzˇ´ıvane´ pro implementaci za´kladn´ıch koncept˚u pro
skripty Script a nastaven´ı skript˚u ScriptSettings. Cˇa´st specifikace inspirovala take´
pro definici uda´lostn´ı smycˇky EventLoop, uda´lost´ı Task a jednoduchy´ch uzˇivatelsky´ch
dialog˚u;
2. Nacˇ´ıta´n´ı webovy´ch stra´nek [10] – slouzˇilo pro implementaci procha´zec´ıch jednotek,
procha´zec´ıch kontext˚u, navigova´n´ı dokument˚u a procha´zen´ı historie sezen´ı. Podkapi-
tola specifikace te´zˇ definovala rozhran´ı Window, Location a History;
3. Skriptova´n´ı [19] – definovalo zp˚usob zpracova´va´n´ı element˚u <script>, jejich prˇevod
na skripty Script a porˇad´ı spousˇteˇn´ı skript˚u;
4. HTML syntaxe [8] – slouzˇilo pro zmeˇnu NekoHTML parseru tak, aby spra´vneˇ za-
jiˇst’oval spousˇteˇn´ı parsovac´ıch skript˚u HTML dokumentu;
5. Spolecˇna´ infrastruktura [2] – inspirace pro zp˚usob stahova´n´ı zdroj˚u.
Za´veˇrem uvedeme kompletn´ı implementovanou podmnozˇinu klientske´ho JavaScriptu.
Byla implementova´na na´sleduj´ıc´ı podmnozˇina:
1. globa´ln´ı objekt – cˇa´stecˇna´ implementace rozhran´ı Window (kapitola 5.1.8),
2. navigova´n´ı dokument˚u – implementace rozhran´ı Location (kapitola 5.1.5),
3. procha´zen´ı historie – implementace rozhran´ı History (kapitola 5.1.6),
4. manipulace s URL – z veˇtsˇ´ı cˇa´sti hotova´ implementace rozhran´ı URLUtils a URL
(kapitola 5.1.10),
5. DOM uda´losti – jsou generova´ny neˇktere´ uda´losti ja´dra uzˇivatelske´ho agenta, ale
i uda´losti zp˚usobene´ uzˇivatelem, naprˇ. klikem na element dokumentu (kapitola 5.1.9).
6.4 Mozˇnosti budouc´ıho vy´voje
Implementovane´ rˇesˇen´ı lze da´le rozsˇiˇrovat. Mozˇny´ch cest dalˇs´ıho vy´voje vytvorˇene´ho rozsˇ´ı-
rˇen´ı projektu SwingBox je cela´ rˇada. Na´sleduj´ıc´ı vy´voj by meˇl by´t c´ılen zejme´na na prˇida´n´ı
dalˇs´ı mnozˇiny funkcˇnosti klientske´ho JavaScriptu. V neˇktery´ch cˇa´stech jizˇ existuj´ıc´ı imple-
mentace je prostor pro r˚uzne´ optimalizace nebo pro dokoncˇen´ı a vylepsˇen´ı funkcˇnosti. Malou
cˇa´st jednotlivy´ch mozˇnost´ı dalˇs´ıho vy´voje shrneme v na´sleduj´ıc´ım seznamu. V neˇktery´ch
prˇ´ıpadech naznacˇ´ıme i mozˇne´ rˇesˇen´ı dane´ho proble´mu.
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Budouc´ı vy´voj by se mohl zameˇrˇit naprˇ´ıklad na na´sleduj´ıc´ı mozˇnosti:
1. dalˇs´ı podmnozˇina JavaScriptu – meˇlo by by´t implementova´no naprˇ. rozhran´ı pro
cˇasovacˇe, rozhran´ı Navigator, ApplicationCache, External aj.;
2. rozhran´ı objektu dokumentu – objekt Window v soucˇasne´ dobeˇ obsahuje odkaz na
dokument, ktery´ nen´ı zcela viditelny´ klientske´mu JavaScriptu. Rozhran´ı dokumentu
implementuje pouze nejpodstatneˇjˇs´ı funkce, ktere´ bylo zapotrˇeb´ı implementovat za
u´cˇelem otestova´n´ı neˇktery´ch cˇa´st´ı uzˇivatelske´ho agenta. V budoucnu se prˇedpokla´da´
s odstraneˇn´ım teˇchto metod z implementace dokumentu, kterou by meˇlo videˇt pouze
ja´dro uzˇivatelske´ho agenta, a vytvorˇen´ı adapte´ru nad t´ımto dokumentem. Adapte´r
by meˇl zprˇ´ıstupnit viditelne´ rozhran´ı pro dokument v klientske´m ko´du JavaScriptu.
Vy´vojem viditelne´ho rozhran´ı pro dokument se zaby´vala paralelneˇ beˇzˇ´ıc´ı diplomova´
pra´ce Bc. Radima Kocmana. Pro propojen´ı by stacˇilo vytvorˇit odpov´ıdaj´ıc´ı adapte´r
a zaregistrovat ho do registru adapte´r˚u AdapterRegistry. Do viditelne´ho rozhran´ı
by musely by´t prˇida´ny skriptovac´ı anotace;
3. vylepsˇen´ı WindowProxy – aktua´ln´ı rozhran´ı WindowProxy slouzˇ´ı pro prˇ´ıstup ke glo-
ba´ln´ımu objektu Window aktivn´ıho dokumentu aktua´ln´ıho procha´zec´ıho kontextu.
V implementaci rozhran´ı WindowProxy zprˇ´ıstupnˇuje chova´n´ı objektu Window. Podle
specifikace by objekt WindowProxy meˇl mı´t chova´n´ı zcela totozˇne´ jako objekt Window.
V aktua´ln´ı implementaci pozˇadavku nen´ı zcela vyhoveˇno, jelikozˇ objekt Window a ob-
jekt WindowProxy jsou dveˇ odliˇsne´ instance. Implementacˇneˇ proto selha´va´ naprˇ´ıklad
opera´tor identity, neplat´ı window === this. Dalˇs´ım proble´mem je, zˇe definice nove´
promeˇnne´ uvnitrˇ objektu WindowProxy se neprova´d´ı v globa´ln´ım scope, ale ve scope
objektu WindowProxy. Proble´m by se dal vyrˇesˇit naprˇ´ıklad prˇedefinova´n´ım metody
shallowEq() ve trˇ´ıdeˇ ScriptRuntime. Tuto metodu vnitrˇneˇ vola´ trˇ´ıda interpretu
Rhina. Proble´mem je, zˇe modifikace teˇchto trˇ´ıd nen´ı verˇejneˇ prˇ´ıstupna´. Prˇesmeˇro-
va´n´ı scope objektu WindowProxy na globa´ln´ı scope aktivn´ıho objektu Window lze rˇesˇit
prˇepsa´n´ım metod get() a set() rozhran´ı Scriptable pro objekt WindowProxy;
4. mezipameˇt’ pro cˇleny trˇ´ıd – prˇi kazˇde´m prˇ´ıstupu k nativn´ımu objektu Javy nyn´ı
docha´z´ı k vyhodnocova´n´ı cˇlen˚u, jezˇ by meˇly by´t exportova´ny do klientske´ho Ja-
vaScriptu. Cˇleny trˇ´ıd pro jizˇ vyhodnocene´ trˇ´ıdy by bylo vy´hodne´ uchova´vat v me-
zipameˇti. Pro prˇ´ıˇst´ı zapouzdrˇen´ı stejne´ho nativn´ıho objektu Javy by se meˇlo vyuzˇ´ıvat
pra´veˇ cˇlen˚u trˇ´ıd uchovany´ch v te´to mezipameˇti;
5. podpora [Replaceable] – k WebIDL atributu [Replaceable] v implementaci ko-
responduje zjednodusˇena´ mozˇnost cˇlen˚u trˇ´ıd PERNAMENT, kterou nyn´ı resolver anoto-
vany´ch cˇlen˚u trˇ´ıd neumozˇnˇuje nastavovat a vynecha´vat. Mozˇnost PERNAMENT je proto
v aktua´ln´ı implementaci vzˇdy nastavena. S nenastavenou mozˇnost´ı PERNAMENT neprˇed-
pokla´da´ ani implementace pro obalova´n´ı nativn´ıch objektu Javy do ko´du JavaScriptu.
Bylo by nutne´ udeˇlat take´ podporu pro prˇepisova´n´ı exportovany´ch cˇlen˚u trˇ´ıd nativ-
n´ıch objekt˚u Javy;
6. dalˇs´ı uda´losti DOM – implementovat rozhran´ı pro nove´ DOM uda´losti, tak je
definuje specifikace a ve spra´vny´ okamzˇik je generovat. Chyb´ı implementace naprˇ´ıklad
pro rozhran´ı PageTransitionEvent nebo BeforeUnloadEvent;
7. uvolnˇova´n´ı dokumentu, ukoncˇova´n´ı pra´veˇ spusˇteˇny´ch skript˚u, podpora pro navigaci
dalˇs´ıch URL sche´mat a jiny´ch zdroj˚u nezˇ jsou HTML dokumenty.
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Prˇed implementac´ı neˇktery´ch z vy´sˇe zmı´neˇny´ch rozsˇ´ıˇren´ı bude nutno nejprve zva´zˇit
a vyhodnotit, zda nebude vy´hodneˇjˇs´ı prˇej´ıt na novy´ skriptovac´ı engine Nashorn, ktery´
beˇhem vy´voje te´to pra´ce oficia´lneˇ vysˇel spolecˇneˇ s JDK 1.8. Prˇechod na novy´ skriptovac´ı
engine by obna´sˇel novou implementaci podpory pro tento skriptovac´ı engine. Muselo by se
znovu rˇesˇit zapouzdrˇova´n´ı nativn´ıch objekt˚u Javy, implementace globa´ln´ıho scope a dalˇs´ı
implementace nacha´zej´ıc´ı se v bal´ıku org.fit.cssbox.scriptbox.script.javascript.
Pokud by vy´voj da´le prob´ıhal s enginem Nashorn, bylo by mozˇne´ vyuzˇ´ıt jeho podobne´
rozhran´ı pro vsˇechny objekty JavaScriptu. Rhino pro vsˇechny objekty JavaScriptu imple-
mentuje rozhran´ı Scriptable, Nashorn zava´d´ı rozhran´ı JSObject. Jelikozˇ jsou obeˇ rozhran´ı
sobeˇ velmi podobna´, lze tedy zva´zˇit i vytvorˇen´ı prˇemosteˇn´ı mezi knihovnou Rhino a Na-
shorn. Na´vrh prˇemosteˇn´ı je ota´zkou budouc´ıho vy´voje. Kompletn´ı implementace nove´ho
podporovane´ho klientske´ho skriptovac´ıho enginu by mohla prob´ıhat obdobneˇ tak jako pro




C´ılem te´to diplomove´ pra´ce bylo se sezna´mit s projektem CSSBox a zanalyzovat problema-
tiku skriptova´n´ı v jazyce JavaScript z jazyku Javy. Na za´kladeˇ z´ıskany´ch teoreticky´ch zna-
lost´ı navrhnout architekturu a zp˚usob integrace skriptovac´ıho stroje do projektu CSSBox.
Da´le tuto architekturu implementovat jako volitelne´ rozsˇiˇriteln´ı knihovny CSSBox.
V u´vodn´ı cˇa´sti textu bylo nejprve analyzova´no skriptova´n´ı v HTML dokumentech a re-
ferencˇn´ı zp˚usob pro prˇida´n´ı skriptovac´ı podpory do dokumentu. Byl prˇedstaven projekt
CSSBox, do ktere´ho probeˇhla integrace rozsˇ´ıˇren´ı, a komponenta SwingBox pro zobrazova´n´ı
HTML dokumentu.
V kapitole analy´zy skriptovac´ıch stroj˚u byly demonstrova´ny existuj´ıc´ı rˇesˇen´ı pro skripto-
va´n´ı v jazyce JavaScript v Java aplikac´ıch. Podrobneˇ byla rozebra´na technika tvorby skript˚u
s API knihovny Rhino. V kontrastu na tvorbu skript˚u s nestandardn´ım API Rhina, byla
uka´za´na i tvorba skriptu se standardn´ım skriptovac´ım API Javy.
Na´vrh integrace rozsˇ´ıˇren´ı skriptova´n´ı v JavaScriptu prˇ´ımo reflektoval teoretickou ana-
ly´zu z prˇedchoz´ıch kapitol. Z d˚uvodu spousˇteˇn´ı skript˚u v dokumentu jsme museli navrhnout
jeho postupne´ nacˇ´ıta´n´ı. Abychom odstranili potrˇebu meˇnit ko´d skriptovac´ıho stroje prˇi prˇi-
da´va´n´ı nove´ho rozsˇ´ıˇren´ı hlavn´ıho scope, navrhli jsme injektova´n´ı do skriptovac´ıho stroje
s vyuzˇit´ım injekta´zˇe za´vislost´ı. Jelikozˇ knihovna Rhino obsahovala pouze za´kladn´ı kontrolu
prˇ´ıstupu do Javy z JavaScriptu, navrhli jsme take´ trˇ´ıdy pro rozmeˇlneˇn´ı bezpecˇnosti a lepsˇ´ı
spra´vu bezpecˇnostn´ıch politik. Za´veˇrem na´vrhu jsme demonstrovali prˇ´ıklad
”
registrace“ sa-
motne´ho rozsˇ´ıˇren´ı do projektu SwingBox.
Po abstraktn´ım na´vrhu pra´ce popisovala konkre´tn´ı implementovane´ rˇesˇen´ı. Bylo im-
plementova´no jednoduche´ ja´dro uzˇivatelske´ho agenta. Ja´dro umozˇnuje stahovat prˇedem
nezna´me´ typy zdroj˚u. V za´vislosti na typu komunikacˇn´ıho protokolu docha´z´ı k pozˇadovane´
obsluze zdroje. Stazˇene´ zdroje jsou ja´drem zpracova´va´ny a prˇeva´deˇny na objekty (X)HTML
dokument˚u. O prˇevod se stara´ obecny´ mechanismus, ktery´ je adaptivn´ı v za´vislosti na typu
obsahu, jenzˇ byl ze zdroje stazˇen. V ja´drˇe byl implementova´n proces navigace dokument˚u,
ktery´ vyuzˇ´ıva´ prˇedesˇle zmı´neˇnou funkcˇnost na stazˇen´ı obsahu dokumentu a jeho zpraco-
va´n´ı. Dokumenty lze ja´drem procha´zet d´ıky zabudovane´ historii sezen´ı, ktera´ je unika´tn´ı
pro kazˇdy´ procha´zec´ı kontext. V ja´drˇe byl implementova´n za´kladn´ı mechanismus pro ge-
nerova´n´ı DOM uda´lost´ı, prˇicˇemzˇ neˇktere´ uda´losti jsou jizˇ nyn´ı ja´drem podporova´ny. Ja´dro
te´zˇ zajiˇst’uje spousˇteˇn´ı skript˚u. Byly implementova´ny vsˇechny typy spousˇteˇn´ı skript˚u podle
specifikace HTML 5. Skripty mohou by´t spusˇteˇny v porˇad´ı beˇhem parsova´n´ı dokumentu,
po dokoncˇen´ı parsova´n´ı dokumentu nebo prˇ´ıpadneˇ po nacˇten´ı cele´ho dokumentu. Imple-
mentova´na je podpora i pro asynchronn´ı spousˇteˇn´ı skript˚u a dynamicke´ vkla´da´n´ı skript˚u
do dokumentu.
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Vy´sˇe popsana´ funkcˇnost ja´dra uzˇivatelske´ho agenta slouzˇila pro implementaci za´klad-
n´ıch viditelny´ch rozhran´ı JavaScriptu, jako jsou naprˇ.: Location, History, Window, URL,
URLUtils aj. Rozhran´ı JavaScriptu jsou silneˇ spjata s ja´drem, zat´ımco ja´dro samotne´ s nimi
minima´lneˇ. Rozhran´ı byla do klientske´ho JavaScriptu exportova´na z nativn´ıch objekt˚u Javy.
Export nativn´ıch objekt˚u zahrnoval prohleda´n´ı trˇ´ıd nativn´ıch objekt˚u a rozhodnut´ı, zda ma´
by´t cˇlen trˇ´ıd exportova´n cˇi nikoliv. Prohleda´va´n´ı a vyhodnocen´ı exportovatelny´ch cˇlen˚u trˇ´ıd
bylo implementova´no s vyuzˇit´ım reflexe Javy a specia´ln´ıch anotac´ı, ktere´ znacˇily exporto-
vatelnost.
Implementovany´ klientsky´ JavaScriptovy´ engine vyuzˇ´ıva´ navrzˇene´ abstraktn´ı architek-
tury pro skriptovac´ı enginy. Prova´deˇn´ı skript˚u zajiˇst’uje knihovna Rhino, ktera´ byla roz-
sˇ´ıˇrena o standardn´ı skriptovac´ı API. Vytvorˇeny´ klientsky´ skriptovac´ı engine umozˇnˇuje im-
plementaci globa´ln´ıho objektu JavaScriptu do globa´ln´ıho scope a export nativn´ıch objekt˚u
Javy. Beˇhem implementace enginu byl bra´n ohled na bezpecˇnost. Z tohoto d˚uvodu byly
neˇktere´ funkce knihovny Rhino zcela vynecha´ny nebo prˇedefinova´ny.
Za´veˇrem diplomove´ pra´ce byly zhodnoceny dosazˇene´ vy´sledky a provedeno testova´n´ı im-
plementovane´ho rozsˇ´ıˇren´ı. Testova´n´ı probeˇhlo automatizovany´mi testy s vyuzˇit´ım knihovny
JUnit. Spra´vna´ funkcˇnost implementovane´ho rˇesˇen´ı byla oveˇrˇena i pomoc´ı uka´zkovy´ch
HTML stra´nek. V ra´mci vy´konnostn´ıch test˚u bylo zjiˇsteˇno, zˇe interpret Rhino je znacˇneˇ po-
malejˇs´ı nezˇ interprety nejpouzˇ´ıvaneˇjˇs´ıch internetovy´ch prohl´ızˇecˇ˚u. Posledn´ı kapitola pra´ce
se veˇnovala mozˇny´m budouc´ım rozsˇ´ıˇren´ı te´to pra´ce.
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Elektronicky´ nosicˇ obsahuje pracovn´ı adresa´rˇ pro vy´vojove´ prostrˇed´ı Eclipse Kepler. Imple-
mentovane´ rozsˇ´ıˇren´ı se nacha´z´ı ve slozˇce projektu ScriptBox/. Ostatn´ı projekty umı´steˇne´
v adresa´rˇi jsou zapotrˇeb´ı ke spra´vne´ kompilaci knihovny rozsˇ´ıˇren´ı. Manua´l ke kompilaci
knihovny lze nale´zt bud’ v souboru README, v prˇ´ıloze C nebo na stra´nka´ch repozita´rˇe
projektu1.
Na elektronicky´ nosicˇ byly prˇilozˇeny na´sleduj´ıc´ı soucˇa´sti diplomove´ pra´ce:
• CSSBox/ – (X)HTML renderovac´ı knihovna;
• CSSParser/ – parser kaska´dovy´ch styl˚u;
• Doc/ – technicka´ zpra´va;
– zprava.pdf – technicka´ zpra´va ve forma´tu PDF;
• ScriptBox/ – rozsˇ´ıˇren´ı skriptova´n´ı v (X)HTML dokumentech;
– demo/ – zdrojove´ ko´dy uka´zkovy´ch HTML stra´nek;
– doc/ – programova´ dokumentace knihovny v HTML forma´tu;
– src/ – zdrojove´ ko´dy knihovny a test˚u rozsˇ´ıˇren´ı;
– target/ – vy´stupn´ı slozˇka pro sestavenou knihovnu;
– README – instalacˇn´ı manua´l;





















SCRIPT WILL BE LOADED AND EXECUTED






[script.type.isEmpty || (script.type == NULL
&& script.language.isEmpty) || (script.type
== NULL && script.language == NULL)]
else
[(script.src == NULL && <script> does not contain










Knihovnu rozsˇ´ıˇren´ı lze prˇelozˇit v´ıce zp˚usoby. Nejbeˇzˇneˇjˇs´ı dva zp˚usoby uvedeme v te´to prˇ´ı-
loze.
Pokud ma´me k dispozici prˇilozˇene´ DVD k te´to pra´ci, lze prˇeklad prove´st ve vy´vojo-
ve´m prostrˇed´ı Eclipse Kepler s integrovany´m na´strojem Maven1. K prˇekladu knihovny je
zapotrˇeb´ı mı´t projekty pracovn´ıho adresa´rˇe (CSSBox, CSSParser a SwingBox) zkompilo-
va´ne´ a nainstalovane´ na´strojem Maven (Run -> Run As -> Maven install). Nainstalova´n´ım
se prˇidaj´ı knihovny teˇchto projekt˚u do loka´ln´ıho repozita´rˇe na´stroje Maven. Jakmile jsou
knihovny nainstalova´ny, bude mozˇno v Eclipse prove´st prˇeklad implementovane´ho rozsˇ´ıˇren´ı.
Rozsˇ´ıˇren´ı je implementova´no v projektu ScriptBox.
Nevlastn´ıme-li prˇilozˇene´ DVD a prˇedpokla´dejme i vy´vojove´ prostrˇed´ı Eclipse, je za-
potrˇeb´ı pozˇadovane´ projekty sta´hnout a nainstalovat manua´lneˇ. Pro manua´ln´ı prˇeklad
knihovny plat´ı na´sleduj´ıc´ı prˇedpoklady:
• nainstalovane´ JDK 1.6 nebo noveˇjˇs´ı, kde JDK 1.8 je doporucˇeno,
• nainstalovany´ sestavovac´ı syste´m Maven,
• vytvorˇena´ syste´mova´ promeˇnna´ JAVA_HOME ukazuj´ıc´ı na lokaci JDK,
• prˇidana´ cesta v syste´move´ promeˇnne´ PATH k bina´rn´ım soubor˚um JDK,
• prˇidana´ cesta v syste´move´ promeˇnne´ PATH k bina´rn´ım soubor˚um na´stroje Maven,
• naklonova´n repozita´rˇ projektu CSSBox 2,
• naklonova´n repozita´rˇ projektu CSSParser3,
• naklonova´n repozita´rˇ projektu SwingBox4,
• mı´t sestavene´ a nainstalovane´ knihovny projekt˚u CSSBox, CSSParser a SwingBox
v loka´ln´ım repozita´rˇi na´stroje Maven.
Jakmile jsou vsˇechny prˇedpoklady splneˇny, prˇeklad provedeme prˇ´ıkazem mvn package.








Pro z´ıska´n´ı neˇktery´ch meˇr bylo vyuzˇito na´stroje Metrics1.
• velikost sestavene´ knihovny – 526 kB;
• pocˇet rˇa´dk˚u – 37400;
• pocˇet rˇa´dk˚u (bez komenta´rˇ˚u a b´ıly´ch znak˚u) – 19249;
• pocˇet rˇa´dk˚u (uvnitrˇ teˇl metod) – 8981;
• pocˇet bal´ık˚u – 45;
• pocˇet trˇ´ıd – 266;
• pocˇet atribut˚u – 620;
• pocˇet metod – 2200;
• pocˇet odvozeny´ch trˇ´ıd – 133;
• pocˇet prˇepsany´ch metod – 337;
• hloubka stromu deˇdicˇnosti (arit. pr˚umeˇr; smeˇr. odchylka) – (2, 21; 1, 27);
• eferentn´ı propojen´ı bal´ıcˇk˚u – (1, 57; 2, 80);
• aferentn´ı propojen´ı bal´ıcˇk˚u – (9, 53; 10, 73);
• nedostatecˇna´ soudruzˇnost v metoda´ch – (0, 21; 0, 32);













Na´sleduj´ıc´ı seznam obsahuje popis nejd˚ulezˇiteˇjˇs´ıch bal´ık˚u projekt˚u. Z cest bal´ık˚u byla vy-
necha´na cesta k hlavn´ıho bal´ıku projektu org/fit/cssbox/scriptbox.
Vy´cˇet nejd˚ulezˇiteˇjˇs´ıch bal´ık˚u knihovny:
• browser/ – ja´dro uzˇivatelske´ho agenta (uzˇivatelsky´ agent, procha´zec´ı jednotka a jed-
notlive´ podporovane´ procha´zec´ı kontexty);
• demo/ – uka´zkove´ aplikace knihovny;
browser/ – aplikace jednoduche´ho prohl´ızˇecˇe;
tester/ – aplikace testeru JavaScriptu;
• dom/ – trˇ´ıdy objektove´ho modelu DOM (uzly, vy´jimky, uda´losti);
events/ – trˇ´ıdy reprezentuj´ıc´ı uda´losti DOM;
adapters/ – adapte´ry uda´lost´ı Xerces na uda´losti viditelne´ ve skriptech;
script/ – trˇ´ıdy uda´lost´ı viditelny´ch ve skriptech;
interfaces/ – rozhran´ı uzl˚u dokumentu;
• events/ – uda´lostn´ı smycˇka ja´dra, pla´novacˇe u´loh a abstraktn´ı trˇ´ıda u´lohy;
• exceptions/ – vy´jimky ja´dra uzˇivatelske´ho agenta;
• history/ – procha´zen´ı historie (historie sezen´ı, za´znam historie, spolecˇna´ historie
sezen´ı a rozhran´ı History);
• misc/ – pomocne´ trˇ´ıdy knihovny;
• navigation/ – navigace mezi dokumenty (navigacˇn´ı kontroler, navigacˇn´ı pozˇadavky
a rozhran´ı Location);
• parser/ – parser dokumentu a u´loha zajiˇst’uj´ıc´ı kompletizaci parsova´n´ı;
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• reource/ – stahova´n´ı a zpracova´va´n´ı obsahu zdroje;
content/ – registr ovladacˇ˚u pro zpracova´n´ı obsahu;
handlers/ – ovladacˇe pro zpracova´va´n´ı obsahu;
fetch/ – registr ovladacˇ˚u pro stazˇen´ı zdroje;
handlers/ – ovladacˇe pro stazˇen´ı zdroje;
• script/ – skriptovac´ı architektura;
adapter/ – registr adapte´r˚u;
annotation/ – skriptovac´ı anotace pro export objekt˚u;
exceptions/ – vy´jimky zp˚usobene´ ja´drem pro skriptova´n´ı;
injectors/ – injektory spolecˇne´ pro v´ıce skriptovac´ıch engin˚u;
javascript/ – implementace skriptovac´ıho enginu JavaScriptu;
injectors/ – injektory skriptovac´ıho enginu JavaScriptu;
java/ – implementa´tor globa´ln´ıho scope JavaScriptu a obaly nativn´ıch ob-
jekt˚u, atribut˚u a metod;
wrap/ – obalovac´ı tova´rny podporovane´ enginem;
reflect/ – obaly cˇlen˚u trˇ´ıd Javy – reflexe;
• security/ – trˇ´ıdy pro bezpecˇnostn´ı kontroly;
origins/ – pomocne´ trˇ´ıdy Origin pro urcˇen´ı p˚uvodu obsahu zdroje;
• ui/ – rozsˇ´ıˇren´ı uzˇivatelske´ho agenta o graficke´ rozhran´ı;
• url/ – trˇ´ıdy pro pra´ci s URL;
• window/ – implementace globa´ln´ı objektu Window a jeho proxy WindowProxy.
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