The main characteristic of the Model-Driven Development paradigm is that it allows the automatic (or semiautomatic) generation of software systems from the conceptual models that specify these systems. The successful application of MDD relies in the selection of appropriate diagrams and tools. However, software engineers do not have frameworks that help them to select the MDD tools that better fit to specific projects needs. To face this issue, in this paper we have analysed a set of models and tools that can be used to support MDD projects. From this analysis, a general framework is presented.
INTRODUCTION
The MDD paradigm presents several advantages regarding traditional software developments. For instance, MDD reduces the programming effort and technical complexity involved, software products are consistent with documentation, etc. These advantages have motivated the emergence of several modeling proposals and MDD tools related to different application domains and development stages.
One of the key aspects for the successful application of MDD relies in the decisions that software engineers perform at the moment of selecting MDD approaches and tools. To do this, software engineers need to take informed decisions about which are the most suitable tools to use in accordance to specific situations. However, at the best of our knowledge, there not exist a general framework for the selection of appropriate MDD tools depending of the context of the projects to be developed.
In this paper, we present a general framework that is centered on the selection and configuration of a specific set of diagrams and related MDD tools in order to support the execution of concrete MDD projects. This framework is supported by a recommendation system that helps software engineers in the selection of interesting combinations of MDD tools.
The rest of the paper is organized as follows: Section 2 presents a general MDD framework, and Section 4 presents our conclusions and further work.
A MDD FRAMEWORK
At the moment of starting an MDD project, software engineers need to decide the diagrams that will be used in the software development in accordance to the application domain. Thus, software engineers must know what modelling artefacts can be used as CIM, PIM, PSM, and PM. This is not an easy step due to different modelling approaches/tools provide different facilities to represent the views of the system. For instance, a class diagram represents the static view, but it is inappropriate for specifying behavior.
Thus, software engineers must perform a matching among the modelling approaches selected, the MDA models involved, and the views that are necessary for the proper specification of the intended system. Later, software engineers select or implement the tools that support these models in order to carry out the software development process, and the corresponding model transformations.
All these decisions mainly depend on the experience and knowledge of software engineers. As consequence, there are powerful MDA tools that may be not considered in a project development just due to their lack of knowledge. Also, inexperienced software engineers may not know how to combine the different diagrams involved. As consequence risky and costly software developments may be carried out.
To face these problems, we propose a general framework that combines the MDA models, the di-agrams that can be used as CIM, PIM, PSM or PM, and the tools that support these models in the domain of management information systems (MIS).
• The Computation Independent Model. CIM represents the requirements of a system. In this model, the UML Use Case diagram and the UML Activity diagram can be used. Diagrams oriented to the organizational analysis and identification of business element that will be supported by the system corresponds to CIM as well. This is the case of goal oriented requirements diagrams (Dardenne et al., 1993) , as well as strategic analysis diagrams. For instance, the i* diagram (Yu, 1995) and the MAPS diagram (Bennasri et al., 2005) are examples of these kinds of diagrams. In addition, diagrams that represent the business processes of an organization correspond to CIM. This is the case of BPMN diagrams, such us the proposal of (De La Vara et al., 2008) .
have the different views that describe the system holistically: the static/structural view, the behavioural/functional view, and the interaction/presentation view. For the static/structural view, the UML Class diagram, the UML object diagram, and the ER diagram (Chen, 1976) can be used. For the behavioural/functional view, the UML State Machine, the UML Sequence, and the UML Collaboration diagrams can be used. For the interaction/presentation view, we postulate that the OO-Method presentation diagram (Pastor and Molina, 2007) , and WebML Hypertext diagram (Moreno et al., 2007) can be used. At this point, it is important to mention that in contrast to the structural and the behavioural view, only few proposals for the interaction view are found in literature.
• The Platform Specific Model The PSM adds some implementation details to PIM. Thus, the UML component, the UML package, and the UML deployment diagrams can be used.
• The Platform Model The PM corresponds to the final code of the system. This model will change depending on the technologies available in a specific domain. For instance, for the MIS domain, the PSM can be codified using ASP, PHP, J2EE, .NET, Oracle, SQL, etc. For other domains, different platforms can be used.
From the matching of diagrams and MDA models, a general MDD framework related to the information systems domain (see Figure 1 ) has been defined.
In Figure 1 , dashed lines represent optional diagrams and optional transformations. For instance, sometimes it is necessary to specify analysis diagrams (such as i*) to properly identify the functional and non-functional requirements of the system. Later, these analysis models are transformed into the corresponding design artefacts (system views), such as class diagrams (e.g. the proposal of (GIACHETTI et al., 2010) ), or even other analysis diagrams. Later, the CIM model must be transformed to a system model (PIM). Nevertheless, expert software engineers could decide to go directly to the specification of PIM models without using CIM models.
In the PIM model, it is necessary (at least) that software engineers select a diagram that represents the structural/static view, a diagram that represents the behavioural/functional view, and a diagram that represents the interaction/presentation view. In Figure 1 , this situation is represented by rectangles with continuous lines. However, the diagrams that are located inside of the rectangles are interchangeable each other. In the MIS domain, the structural diagram is the core diagram of a system. The rest of system views are described from this diagram by using behavioural diagrams and interaction diagrams. Thus, we have drawn a dashed line from the diagrams of the structural view to the remaining views of the PIM model. Then, PIM model must be transformed to the corresponding PSM model. Nevertheless, some tools go directly from the PIM to the PM. The PSM model is internally generated by the model compilation tools in an automatic and transparent manner.
Finally, the platform specific model (PSM) is transformed into the platform model (PM). In the general MDD framework, we specified the PM as a 3-tier architecture because it is commonly used for managment information systems. This architechture is composed by a presentation tier, an application logic tier, and a database tier. In Figure 1 , a list of massive technologies has been located in each rectangle of the PM.
This general MDD framework is a starting point for the development of an MDD project. Thus, other diagrams, technologies, and transformations can be added to the framework depending on the specific needs of a project.
Matching MDA Tools and the General MDD Framework
Once software engineers have decided the diagrams that they will use in the specification of the MDD project, is time to select the tools that support these diagrams and the necessary transformations. A list of 57 tools and the respective companies was collected from the official OMG website and last updated in march 9th of 2012. This list of tools was analyzed according to the application domain, the diagrams supported for CIM, PIM and PSM, and the model compilation facilities provided for PM generation.
From this analysis, there are 35/57 tools related to the MIS domain. It is important to mention that most of the tools analysed (20/35) do not specify the diagrams supported for the definition of CIM, PIM, or PSM models; they only specify that UML diagrams are supported. In this case, the MDA tools involved correspond to pure model-compilation tools, which provide importation facilities (through XML/XMI files) from different UML modelling tools.
In addition, there is no one tool provides support to all the models defined by MDA (CIM, PIM, PSM, and PM). Thus, in a MDD project it is necessary to combine two or more tools for achieving a complete MDA process. This is not an easy task since tools selection must be oriented to cover all (or most of) the modelling and code generation needs, which are represented in terms of specific requirements for concrete development processes.
Appliying a Multicriteria Decision Framework
Let us consider that it is necessary to develop a conference system that automates the following tasks: send a paper, asign reviewers, review the paper, and send notifications to authors. To develop the conference system in an MDD project, software engineers have identified the necessity to specify a BPMN diagram to understand the whole set of processes involved in the submission task of a paper for a conference. This specification will correspond to the CIM model.
Then, software engineers need to specify the PIM model. Let us consider that software engineers have some experience using the class and the state transition diagrams. Thus, the PIM model will consist of a these diagrams and an interaction diagram. Finally, let us consider that the conference system must be implemented using the java platform.
Then, we apply a Multicriteria Decision Framework in order to select a minimal set of tools that cover these requirements for the conference system. Figure 2 shows a subset of 24 tools extracted from the list of tools analyzed from the OMG, and the five requirements suggested above. Different algorithms may be applied to solve this problem. However, simulations show that an algorithm proposed in (Paredes and Pereira, 2010 ) is enough to identify the four nondominated tool-sets: 1) Integranova Model Execution System, M-1 Global; 2) Integranova Model Execution System, Blu-Age; 3) ModelioSoft, MasterCraft; 4) Rational Software Architect, MasterCraft.
Notice that some tools appear in several solutions. We could argue that these are robust tools in the sense that they persistently take part of solutions. Although robustness analysis is beyond the scope of the present paper, it is important to remark that some kind of ex post analysis need to be afforded by software engineers in order to validate the recommended solutions.
RELATED WORK
In the work presented by (Mansell et al., 2006) , an MDD process framework is defined as a repository of specific MDD processes, which have proven to be successful in the industry and defines four different models that go from a higher to a lower abstrac- tion level. Apto (Jaroucheh et al., 2010) is an MDD framework that takes into account the evolution of the software development processes. This framework is organized in four models: a process model, a context model, an evolution model, and a linkage model. These frameworks do not specify what are the diagrams needed to specify a system and how they can be combined at the MIS domain. Moreover, related works do not provide concrete references to the tools that can be used in a specific project.
CONCLUSIONS
In this paper, a general MDD framework has been presented. This framework characterizes the diagrams and tools that can be used in a MDA-based process, thus reducing barriers between senior and novice software engineers at the moment of putting MDD projects into practice. This framework is general, therefore, it is possible to add other MDD tools with the diagrams that they support. A multicriteria decision system has been applied to an example of the use of the MDD framework. This application allows the selection of the minimum set of tools that satisfy the modeling needs of a specific MDD project, which main advantage is the reduction in the learning curve (less tools to be learned). Also, it reduces the effort related to the implementation of interoperability mechanisms among the different tools selected. The future work plan to perform empirical studies to validate the framework.
