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Napjaink megkerülhetetlen technológiai és gazdasági fogalma a 
kriptovaluta. Néhány évvel ezelőtt a legtöbben talán csak hallomásból 
értesültek a témáról, és szkeptikusan legyintettek egy olyan decentralizált 
fizetőeszköz hallatán, amelynek értékét nem határozza meg semmilyen valódi, 
fizikai tényező és nem áll mögötte rendszerszintű szabályozó erő sem. 
A Bitcoin 2009-es megalkotása óta azonban folyamatosan teret hódított 
magának, példáját követve rengeteg egyéb kriptovaluta (ún. „altcoin”) jött létre, 
tavaly év végén pedig egy rövid időre átlépte az egykor elképzelhetetlennek hitt 
20.000 dolláros árfolyamot. Mára a kriptopiac hatalmas, élő, lélegző óriássá 
nőtte ki magát, ahol naponta több százmillió dollár értékben folytatnak 
tranzakciókat. 
A platform korai szakaszában leginkább a komoly gazdasági szereplők 
és a kockázatkereső nagybefektetők voltak a piac szinte kizárólagos szereplői. 
A történelmi méretű és léptékű növekedés azonban hatalmas érdeklődést 
váltott ki globálisan, így mára a kriptokereskedelmi oldalak (ún. „exchange-ek”) 
elszaporodásának és hozzáférhetőségének köszönhetően magánszemélyek 
milliói fektetik kriptovalutába pénzüket. 
 A kriptovaluták árfolyamai azonban rendkívül mozgékonyak, extrém 
esetekben akár órák alatt is megtöbbszöröződhet (vagy töredékére csökkenhet) 
értékük, a folyamatos és pontos információ nélkülözhetetlen a helyes piaci 
döntések meghozatalában. 
 Szakdolgozatom célja egy olyan könnyen hozzáférhető, letisztult és 
egyszerűen kezelhető webalkalmazás létrehozása, amely a fent említett 
„kisbefektetőknek” nyújt lehetőséget arra, hogy kriptovaluta portfóliójukat bárhol 





2. Felhasználói dokumentáció 
 Az alkalmazásszerver elindításakor automatikusan elindul egy 
szerveroldali szolgáltatás („service”), ami óránként lekérdezi az 5 megtekinthető 
kriptovaluta aktuális árfolyamát, és eltárolja az adatokat az adatbázisba. 
Emellett a szerver fogadja és kiszolgálja a klienstől érkező kéréseket. 
A kliensoldali alkalmazás a webböngészőn keresztül lehetőséget nyújt az 
előzetesen regisztrált felhasználóknak a bejelentkezésre, majd ezt követően 
portfóliójuk megtekintésére. A számszerű adatokon túl vizualizációs eszközök 
megtekintése is a rendelkezésükre áll (kördiagram a portfólió összetételére, 
valamint vonalgrafikon a valutaárfolyamok szemléltetésére).  
A felhasználók portfóliójukat tranzakciók felvitelével módosíthatják, 
valamint lehetőségük van a tranzakciótörténet megtekintésére is. 
2.1 Az alkalmazás használatához szükséges követelmények 
 Az alkalmazás szerveroldali fejlesztése Java 8 nyelven történt. 
Kliensoldalon JavaScript nyelvet használ, Angular 5 keretrendszerben, melyhez 
Node.js 8.11-es verzió szükséges. Az alkalmazás MongoDB 3.6-os verziójú 
adatbázist használ. A fentiek telepítése elengedhetetlen.  
2.1.1 Minimum rendszerkövetelmények 
 A fentiek alapján a támogatott operációs rendszerek listája a következő. 
- Windows 10 
- Windows 8.x 
- Windows 7 SP1 
- Windows Server 2008 R2 SP1 (64-bit) 
- Windows Server 2012 
- Windows Server 2012 R2 (64-bit) 
- Mac OS X 10.8.3+ 
- Mac OS X 10.9+ 
- Ubuntu Linux 14.x 
- Ubuntu Linux 15.04+ 
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Mivel a szoftverkomponensek hardveres erőforrásigénye napjainkban 
elhanyagolható, a minimális hardverkövetelmények meghatározásakor a 
választott operációs rendszer mérvadó. 
A kliens használatához böngésző szükséges, a használt keretrendszerek 
alapján az alábbiak támogatottak: 
- Google Chrome 60.0+ 
- Mozilla Firefox 54.0+ 
- Microsoft Edge 41+ 
- Safari 10+ 
- Internet Explorer1 9+ 
Továbbá megjegyzendő, hogy az alkalmazás működéséhez a folyamatos 
adatbáziskapcsolat fenntartása elengedhetetlen, valamint az árfolyamadatok 
frissítésére szolgáló szerveroldali service működéséhez és a felhasználói 
adatok hitelesítéséhez internetkapcsolat szükséges. 
2.1.2 Ajánlott rendszerkövetelmények 
 Az alkalmazás megfelelő kliensoldali megjelenítéséhez a legújabb 
verziójú Firefox vagy Chrome böngészőt ajánljuk. 
 Továbbá javasolt egy 16:9 képarányú, Full HD (1920*1080 felbontású) 
képernyő használata.  
 Az alkalmazás fejlesztése az alábbi paraméterekkel rendelkező 
számítógépen történt, így az optimális használathoz és az esetleges 
továbbfejlesztéshez ez javasolt. 
- processzor: Intel Core i5-4670 3.40 GHz 
- memória: 8 GB 
- háttértár: Samsung SSD 840 (250 GB) 
- operációs rendszer: Windows 10 x64 
  
                                            
1 nem javasolt 
6 
 
2.2 Az alkalmazás telepítése 
 Az alkalmazás telepítését Windows 10 operációs rendszerre ajánljuk, de 
mivel a felhasznált technológiák platformfüggetlenek, a megfelelő függőségek 
installálása után más rendszereken is hasonlóképpen működik. 
2.2.1 Az adatbázis telepítése, létrehozása és futtatása 
 Az alkalmazáshoz szükséges MongoDB 3.6 letöltését 
(https://www.mongodb.com/download-center#community), majd telepítését 
követően létre kell hoznunk az alapértelmezett mappát az adatbázis számára. 
Ez Windows rendszeren a ’c:\data\db’ mappa. Mivel a MongoDB drivere futás 
közben automatikusan létrehozza a hivatkozott, de esetlegesen még nem 
létező adatbázisokat és kollekciókat, az adatbázis további konfigurálása az 
alkalmazás működéséhez nem szükséges. 
 Ezután a helyes működéshez már csak el kell indítanunk az 
adatbázisszervert. Ezt parancssorban a telepítés helyére navigálva 
(alapértelmezetten: ’c:\Program Files\MongoDB\server\3.6\bin’) a ’mongod.exe’ 
futtatásával tehetjük meg. 
2.2.2 A szerveroldal telepítése és futtatása 
 Mivel az alkalmazás szerveroldala Java nyelven íródott, 
elengedhetetlenül szükséges a JDK 1.8-as verziójának telepítése 
(http://www.oracle.com/technetwork/java/javase/downloads/jdk8-downloads-
2133151.html).  
A szerveroldali kód a népszerű Maven fordítóeszköz felhasználásával 
készült, így legegyszerűbben annak telepítésével 
(https://maven.apache.org/download.cgi) tudjuk a Java fájlokat futtatható 
állománnyá alakítani. A telepítést követően parancssorból az applikáció 
backend kódját tartalmazó mappa gyökerébe navigálva (a tesztszámítógépen 
ez a ’c:\szakdolgozat\cryptowebapp’ útvonal) az ’mvn install’ parancs 
kiadásával elvégezhetjük a fordítást. Ez a parancs automatikus letölti az 
alkalmazás futásához szükséges függőségeket, a futtatható WAR kiterjesztésű 
állományt pedig a ’…\target’ mappába helyezi ’cryptowebapp.war’ néven. 
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 A szerver kódjának futtatásához az Apache Tomcat 8 szervert javasoljuk. 
Telepítése után (http://tomcat.apache.org/download-80.cgi) a korábban 
létrehozott war fájlt a Tomcat ’…\webapps’ mappájába kell másolnunk. Ezt 
követően amennyiben a szerver ’…\bin’ mappájában parancssorból kiadjuk a 
’startup.bat’ parancsot, az alkalmazás backendje elindul. 
 Ezt ellenőrizhetjük is: amennyiben tetszőleges böngészőben felkeressük 
a ’\\localhost:8080’ címet, a „Hello World” szöveget kell látnunk. 
 
1. ábra – a futó szerver 
2.2.3 A kliens telepítése és futtatása 
 A kliens működéséhez szükséges a Node.js telepítése 
(https://nodejs.org/en/download/). A telepítővel automatikusan installálódik a 
Node.js csomagkezelője, az npm (Node Package Manager) is, melynek 
segítségével telepítenünk kell az Angular CLI-t (Angular Command Line 
Interface).  
 Ezt legegyszerűbben úgy tehetjük meg, hogy a Node.js installálását 
követően egy konzolablakban a kliensoldali fájlokat tartalmazó mappába 
navigálunk (a tesztszámítógépen: ’c:\szakdolgozat\cryptoclient’), és kiadjuk az 
’npm install –g @angular/cli’ parancsot. 
 Ezt követően már csak a kliens függőségeinek letöltése van hátra, 
melyet az ugyanebben a mappában kiadott ’npm install’ paranccsal tehetünk 
meg. Ez a parancs az alkalmazás ’package.json’ fájlja alapján automatikusan 
letölt és telepít minden olyan állományt, amelyre a kliens futtatásához 
szükségünk van. 
 A klienst futtató webszervert a kliens mappájában kiadott ’ng serve’ 
paranccsal indíthatjuk el, melynek lefutását követően az alkalmazást 
böngészőnkben a ’\\localhost:4200’ URL megadásával érjük el.  
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2.3 A felhasználói felület bemutatása 
2.3.1 A bejelentkező oldal 
 Az alkalmazást a Node.js-t futtató számítógépen a localhost:4200 címen 
érhetjük el (egyéb esetben a szerver IP címe szükséges). A böngészővel 
történő megnyitást követően a bejelentkező oldalon találjuk magunkat. 
 
2. ábra – a bejelentkező oldal 
A login gombra kattintva az alkalmazás továbbirányít minket az 
autentikációért felelős külső weboldal, az okta oldalára. Itt tudunk bejelentkezni 
az alkalmazás fejlesztőjével korábban egyeztetett felhasználónevünk és 
jelszavunk megadásával. 
 
3. ábra – az okta bejelentkező felülete 
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 Az okta rendszere a korábban megadott adatok alapján anoniman, 
titkosítva és tokenizálva kezeli az autentikációt és a bejelentkezést, így 
természetesen hibás adatok megadása esetén figyelmezteti a felhasználót és 
nem enged hozzáférést az alkalmazáshoz. 
2.3.2 A home oldal és az alkalmazás fejléce 
A sikeres bejelentkezést követően a home oldalon találjuk magunkat. 
 
4. ábra – a home oldal 
 Az alkalmazás fejléce ettől a pillanattól kezdve állandó, és a használat 
során bármikor egyetlen gombnyomással kijelentkezhetünk a jobb felső 
sarokban található „Logout” gombbal. 
 
5. ábra – a logout gomb 
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 A home oldalon a kijelentkezésre szolgáló gombon kívül egyetlen 
másikat találhatunk, a „Portolio” feliratút, melyre kattintva a személyes 
portfóliónkat bemutató oldalra navigálhatunk. 
 Mivel a portfólió a felhasználók pénzügyi befektetéseiről érzékeny 
adatokat tárolnak és jelenítenek meg, ez a gomb arra szolgál, hogy adataink 
megtekintése előtt még egyszer meggyőződhessünk arról, hogy nem 
tartózkodik illetéktelen személy a közelünkben. 
2.3.3 A portfólió oldal 
 
6. ábra – a portfólió oldal 
 A személyes portfóliónkat megjelenítő oldal logikailag három részre 
tagolható. 
 A képernyő felső részében helyezkednek el a portfólió jelenlegi értékére 
és összetételére vonatkozó információk. A bal felső sarokban a számadatokat 
tekinthetjük meg. 
 A felső sorban található portfóliónk jelenlegi értéke. Ez a birtokunkban 
lévő különféle kriptovaluták mennyiségéből és aktuális árfolyamukból 
számolódik. 
 Alatta tekinthetőek meg az alkalmazás által követett ötféle valutára 





7. ábra – a portfólió kritovalutái 
Az egyes kriptovaluták neve melletti szám jelzi, hogy melyikből mennyi 
van jelenleg a birtokunkban. Ezt követi mindegyik aktuális dollár árfolyama, 
majd pedig az elmúlt egy órában történt árfolyamváltozás mértéke. Zöld, felfelé 
mutató nyíl reprezentálja a növekedést, piros, lefelé mutató pedig a csökkenést. 
Itt található még két további gomb is. A „Transactions” feliratúra kattintva 
a tranzakciótörténet oldalra navigálhatunk (lsd. 2.3.4), portfóliónk módosításra 
pedig új tranzakció felvételével van lehetőségünk, melyet az „Add transaction” 
gombra kattintva tehetünk meg. Ezt követően egy felugró menüben adhatjuk 
meg a rögzíteni kívánt tranzakció részleteit. 
Minden tranzakció 4 adat megadását kívánja meg. A párbeszédpanel 
felső sorában található „Currency” lenyíló menüben adhatjuk meg a valuta 
típusát, mellyel a tranzakciót végezzük. Ezt követően a rádiógombok 
segítségével meg kell határoznunk, hogy eladni („SELL”), vagy vásárolni 
(„BUY”) kívánunk-e a választott valutából. Eladás esetén értelemszerűen 
csökkeni fog a portfóliónkban található mennyiség, vásárlás esetén pedig nőni. 
A „Price” mezőben az egy egységnyi valutára vonatkozó tranzakciós árat 
határozhatjuk meg (tehát eladás esetén az eladási árat, vásárlás esetén a 





8. ábra – a tranzakció hozzáadása párbeszédpanel 
 Az érintett valuta kiválasztásakor a lenyíló menü természetesen csak az 
alkalmazás által kezelt 5 kriptot tartalmazza. A rádiógombok során egyetlen 
tranzakciótípust tudunk választani, árnak és mennyiségnek pedig csak 
számértékek adhatóak meg. A tranzakció sikeres kitöltését követően a „Total” 
mező automatikusan kitöltődik a megadott értékek alapján a tranzakció 
összértékével.  
 A tranzakció bevitele bármikor megszakítható akár a „Cancel” gombbal, 
vagy a felugró ablak mellé való kattintással. A helyesen felvitt tranzakciót az 
„Add” gomb segítségével rögzíthetjük. 
 
9. ábra – egy kitöltött tranzakció 
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Mentésre csak a hiánytalan tranzakció kerül, ez esetben azonnal 
láthatjuk is, amint portfóliónk értéke és összetétele frissül. 
A képernyő felső részében, középen egy kördiagram található, amely a 
portfóliónk jelenlegi összetételét mutatja a valuták dollárértékének arányában. 
 
10. ábra – a kördiagram 
Az egyes valuták megjelenítése a diagram alján található vezérlősáv 
segítségével ki-, és bekapcsolhatóak. Az egérkurzort a kördiagram egyes cikkei 
fölé navigálva számszerűen is megjelenik az adott valuta portfóliónkban 
szereplő összértéke. 
 
11. ábra – a vezérlősáv használata 
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Természetesen bármilyen beállítás módosítása, a portfóliónk 
összetételének változása vagy a valutaárfolyamok megváltozása a kördiagram 
frissüléséhez vezet. 
 A képernyő alsó részében a kriptovaluta-árfolyamokat megjelenítő 
trendek találhatóak. 
 
12. ábra – a trend 
 A belépést követően ez alapértelmezetten a Bitcoin elmúlt egy heti 
árfolyamának adatait jelenítni meg. A grafikon alatt a kördiagramhoz hasonlóan 
itt is egy vezérlősávot találhatunk, ahol szabadon állíthatjuk a megjeleníteni 
kívánt kriptokat. További funkcionalitásként amennyiben egerünket a trend 
valamely értékpontja fölé visszük, kis felugró „tooltip” tájékoztat az adott 
ponthoz tartozó időpontról és árfolyamról. 
 A diagramtól balra dátumválasztót találunk, ahol két mező segítségével 
adhatjuk meg a megtekinteni kívánt időszakot. A „From” mezőben az időszak 
elejét választhatjuk meg, itt legkorábbi kezdődátumként az adatbázisban a 
legrégebbi rendelkezésre álló adatok időpontja adható meg. A „To” mezőben a 
kiválasztani szánt időszak vége adható meg, maximális időpont a mai dátum. 
Választásunkat a „Show” gombra kattintva nyugtázhatjuk, ezt követően 
(amennyiben érvényes időintervallumot adtunk meg) a grafikon frissül, valamint 
az új adatoknak megfelelően változik a függőleges tengelyen található 
árfolyamok és a vízszintesen tengely időpont-címkéi is. 
 Természetesen ezután továbbra is szabadon változtathatjuk a 




13. ábra – a grafikon megváltozott paraméterekkel 
2.3.4 A tranzakciók oldal 
 A korábban említett „Transactions” gombra kattintva a tranzakcióinkat 
megjelenítő oldalra navigálhatunk. Az oldal táblázatba foglalja minden eddigi 
tranzakciónkat. 
 
14. ábra – a tranzakciók oldal 
 A táblázat első oszlopában megjelölésre kerül a tranzakció típusa 
(vásárlás vagy eladás), ez követi az érintett kriptovaluta megnevezése, a 
mennyisége, az értékesítéskor vagy vételkor megadott ára, majd a tranzakció 





 A táblázat alján lapozót találunk, mellyel navigálhatunk az adatok között, 
illetve az egy oldalon megjeleníteni kívánt tranzakciók számát is átállíthatjuk az 
alapértelmezett 10-ről (5-re vagy 20-ra). Minden oszlop rendezhető az oszlop 
nevére kattintva. Egy kattintás után növekvő, két kattintást követően csökkenő 
sorrendbe állíthatóak a tranzakciók a választott attribútum szerint, a harmadik 
kattintással pedig kikapcsolható a rendezés.  
 A táblázat felső sorában található beviteli mező az adatok szűrésére 
szolgál, így könnyedén megtalálhatjuk az azonos típusú vagy valutára 
vonatkozó, esetleg keresett dátumú tranzakciót. A táblázat egyéb funkciói a 
szűrést követően is használhatóak maradnak. 
 
15. ábra – a táblázat funkciói 
 A táblázat bal alsó sarkában található „Portfolio” gombra kattintva 




3. Fejlesztői dokumentáció 
3.1 A tervezés folyamata 
 Az alkalmazás elkészítésekor kiemelt fontosságú szempont volt a 
modern webapplikációkra jellemző architektúra használata, vagyis hogy 
egyértelműen, logikailag és fizikailag is elkülönüljön a kliens-, a szerver- 
és az adatbázisréteg. Szakdolgozatom esetében a kliensoldali statikus fájlok 
kiszolgálását egy webszerver végzi, mely HTTP kéréseken keresztül 
kommunikál a szerveroldali REST API-n keresztül az adatbázissal. 
 Ezen kívül a tervezéskor és megvalósításkor központi szerepet kapott az 
MVC szerkezeti minta. Számos webes keretrendszer eredendően támogatja, 
sőt előnyben részesíti a használatát (ezáltal növelve a hatékonyságot), emellett 
pedig a modell, a nézet és a vezérlés szétválasztása segíti az alkalmazás 
kódjának megértését, újrahasznosíthatóságát és utólagos módosítását is. 
 




 Mivel a kriptovaluták piaca nemcsak hatalmas, de nagyon változékony is, 
ezért az alkalmazást mindenképpen fel akartam készíteni nagy mennyiségű 
adat gyors tárolására és elérésére. Emellett, mivel a kriptovaluta-árfolyamokról 
információt szolgáltató technológiák még korai fázisban vannak, az esetleges 
logikai, és/vagy szerkezeti változások nem csak lehetségesek, hanem 
egyenesen valószínűsíthetőek. Ezt szem előtt tartva választottam a fenti 
problémákra megoldást nyújtó NoSQL adatbázist az alkalmazás adatainak 
tárolására és kiszolgálására. 
 
3.2 Felhasznált technológiák - Kliens 
3.2.1 Angular 5 
 Az Angular egy nyílt forráskódú webes front-end keretrendszer, melyet a 
Google fejleszt. Létrehozásának elsődleges célja a kliensoldali dinamikus 
megjelenítés megkönnyebbítése volt. 
 2016-ban a keretrendszer teljes újraíráson ment keresztül, mely mind az 
alkalmazáslogikát, mind a szerkezetet (és bizonyos esetekben a szintaktikát is) 
érintette. A félreértések elkerülése végett a fejlesztőcsapat úgy döntött, hogy az 
„eredeti”, 1.x-es verziókat AngularJS néven hivatkozzák tovább, az újraírt 
framework pedig az Angular 2.0 elnevezést kapta.  
 Ez a verzió azóta folyamatos fejlesztés alatt áll, jelen szakdolgozat a 
2017 novemberében megjelent 5.0-ás verziót használja. Ennek legnagyobb 
újításai az ún. „progresszív webappok” támogatása, a buildelés folyamatának 
általános optimalizálása, valamint a Material Design (lsd. 3.2.2) hatékonyságát 
javító fejlesztések. 
 Az Angular TypeScript nyelven íródott. Ez lényegében típusos 
JavaScript, mely fordításkor alakítódik vissza natív JavaScriptté, melyet így már 
a böngészők is futtatni tudnak. A TypeScript teljesen ECMAScript 5 




 A tervezés folyamatában már említettekhez hasonlóan az Angular is a 
manapság oly’ népszerű MVC modellre építve választja szét a megjelenítést, az 
adatokat és a logikát.  
 
17. ábra – az Angular architektúrája 
Az Angular elemi építőkövei a modulok, melyek lényegében a 
komponenseket foglalják keretbe.  
A komponensek határozzák meg a „view”-kat, olyan megjelenítendő 
képernyőelemeket, melyeket az Angular módosít a programlogika és az adatok 
alapján. Minden app legalább egy gyökérkomponensből áll. Minden komponens 
egy, az alkalmazáslogikát és az adatokat definiáló TypeScript osztályból, a 
komponens template-jét leíró HTML fájlból, és a stílust meghatározó CSS-ből 
áll. 
A komponensek „service”-eket használnak, melyek a megjelenítéshez 
nem közvetlenül kötődő funkcionalitást biztosítanak (tipikusan ilyen példa a 
szerverhívások lebonyolítása). A definiált service-eket függőségként az őket 
használni kívánó komponensekbe injektáljuk. 
Az Angular minden komponenshez és service-hez metaadatokat rendel. 
Komponensek esetén ez a view-t meghatározó HTML template-hez való kötést 
definiálja, mely lehetővé teszi, hogy a megjelenítés az adatok változása vagy 
események hatására dinamikusan változzon.  
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3.2.2 Angular Material és PrimeNG 
 A Google által kidolgozott Material Design egy olyan vizualizációs nyelv, 
melynek fő elvei a megfelelő felhasználói élmény elérése a technológiai és 
tudományos újítások használatával. Napjainkban használata általánosan 
elterjedt, rengeteg weboldal és alkalmazás követi az útmutatásait és 
természetesen az Android rendszerek felhasználó felületei is erre épülnek. 
 Az Angular Material az Angular keretrendszerben elkészített Material 
Design modul. Számos User Interface komponenst tartalmaz, melyek több, 
általánosan használt felületi elemre és egyéb, felhasználói élményt javító 
eszközre nyújtanak „out of the box” megoldást. 
 
18. ábra – a Material komponensei 
 Alkalmazásom szorosan integrálva használja az alábbi Material 
komponenseket: 
- Form Control: a különböző, felhasználói adatok bevitelére szolgáló 
mezők esetén 
- Layout: a HTML elemek elhelyezését, formázását és tagolását 
megvalósítandó 
- Button: az alkalmazás gombjai esetén 
- Dialog: a párbeszédpanel megjelenítésére 
- Data table: az adatok táblázatos megjelenítésére 
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A PrimeNG szintén egy, az Angularhoz készített nyílt forráskódú UI 
könyvtár. Alkalmazásom a Chart modult használja, mely az ugyancsak nyílt 
forráskódú Chart.js grafikon-, és gráfábrázolásra szolgáló modul 2.7-es 
verziójára épül.   
3.2.3 okta 
 Az okta egy több programozási nyelv számára is elérhető autentikációs 
szolgáltatás. Teljes egészében OIDC-re (OpenID Connect) épül, mely egy, az 
OAuth 2.0 autentikációs keretrendszer feletti autentikációs réteg. 
 Az Angular keretrendszer használata miatt értelemszerűen az okta 
központi szolgáltatását tartalmazó Okta Auth JS könyvtár csomagolóját, az 
Okta Angular SDK-t használom. 
 Az applikációba történő integrálást követően az alkalmazást az okta 
rendszerébe is regisztrálnom kellett, amelyet követően egy fejlesztői felületen 
érhetem el és módosíthatom a beállításokat. Itt az alkalmazásaim és 
felhasználóim adatainak áttekintésén túl statisztikák is rendelkezésemre állnak. 
 
 
19. ábra – az okta statisztikái 
 Az ingyenes verzió elérhetővé teszi: 
- havi legfeljebb 7000 aktív felhasználó autentikálását 
- maximum 10 regisztrált alkalmazás kiszolgálását 
- 100%-os kiszolgálást, garantálva, hogy a bejelentkeztető szerverek 
mindig elérhetőek 
- biztonságos felhasználó-adat tárolást 
- statisztikákat és logokat 




 A Node.js egy nyílt forráskódú, platformfüggetlen JavaScript 
futtatókörnyezet. Népszerűségét leginkább annak köszönheti, hogy rengeteg 
fejlesztői csomag érhető el hozzá. A telepítésével elérhetővé válik saját 
csomagkezelője, az npm (Node Package Manager), mely segítségével gyorsan 
és egyszerűen telepíthetünk külső modulokat. 
 Az npm sikerét mi sem példázza jobban, hogy már jó ideje a globálisan 
legnagyobb csomaggyűjteménnyé vált. Használatával több, mint 600.000 
fejlesztői csomaghoz férhetünk hozzá. 
  
20. ábra – a népszerű csomagkezelőkben található csomagok száma 
 Az Angular npm alapú fejlesztői csomagja az angular-cli, melyet telepítve 
lehetőségünk nyílik Angular modulok és komponensek konzolból történő 
létrehozására. Emellett az angular-cli része egy saját, a Node.js technológiájára 
épülő webszerver is, melynek segítségével létrehozott alkalmazásunkat 





3.3 Felhasznált technológiák – Szerver 
3.3.1 Spring 
 A Spring az egyik leghíresebb nyílt forráskódú Java keretrendszer, 
melynek első verziója még 2004-ben jelent meg, és azóta is folyamatos 
fejlesztés alatt áll.  
 Elsődleges célja a vállalati alkalmazásfejlesztés megkönnyítése volt; a 
gyakori megoldások megvalósítására és a sűrűn előforduló problémák 
áthidalására kínált „előregyártott” architekturális megoldásokat. A Spring 
keretrendszer mára rengeteg modulból épül fel, melyből a fejlesztők 
kiválaszthatják a számukra szükségeseket. 
 Mivel az alkalmazásom szerveroldala nagyrészt a „klasszikus” 
adatkiszolgáló feladatköröket látja el, alapjául a Spring központi szolgáltatásait 
csomagoló Spring Boot modul 1.5.10-es verzióját választottam. Ennek 
segítségével valósítottam meg az MVC modellre épülő, a kliensről érkező 
kéréseket kiszolgáló kontrollereket, és a kriptovaluta-árfolyamok rendszeres 
lekérdezését folytató service-t is. 
 A Spring Boot kínálta főbb funkciók a következők:  
- a „gyors alkalmazásfejlesztés” filozófiája mentén a letisztult 
alkalmazásarchitektúra miatt nem igényel plusz konfigurációt, mert 
alapértelmezetten a „legjobb” Spring beállításokat használja 
- lehetőségünk van Tomcat szervert beágyazni (nincs szükség a WAR 
fájl manuális deploy-ára) 
- a POM (Project Object Model) fájl segítségével könnyen 
megadhatóak a függőségek, ezzel egyszerűsítve a Maven 
konfigurációját (lsd. 3.3.4) 
- annotáció-alapú konfigurálást tesz lehetőve (a főbb osztályok és 
metódusok „szerepének” ilyetén jelzése esetén fordításkor 





3.3.2 MongoDB 3.6 
 A MongoDB egy platformfüggetlen, nyílt forráskódú, ingyenesen 
használható, dokumentumalapú adatbázisrendszer. A NoSQL adatbázisok 
családjába tartozik, vagyis szakít a relációs adatbázisok hagyományaival. 
2009-es megjelenése óta népszerűsége folyamatosan nő, ma a legnépszerűbb 
dokumentumalapú, sőt a legtöbbet használt NoSQL adatbázis is egyben. 
 
21. ábra – a NoSQL adatbázisok rangsora 
 A MongoDB dokumentumalapú adatbázis, melynek sajátossága, hogy az 
adatokat gyűjtő kollekciók használatakor nincs szükség egységes séma 
használatára. Akár minden dokumentum adattartalma is teljesen egyedi lehet, 
mivel az adatbázis ezeket BSON (bináris JSON - JavaScript Object Notation) 
formátumban tárolja. 
 A MongoDB legfontosabb funkciói: 
- Ad-hoc lekérdezések: A dokumentumok keresése során 
használhatunk mezőket, intervallumokat és reguláris kifejezéseket is. 
A lekérdezések eredménye lehet egy vagy több egész-, vagy 
részdokumentum is. 
- Indexelés: A dokumentumok mezői elsődleges és másodlagos 
indexek alapján is idexelhetőek. 
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- Replikáció: A MongoDB magas fokú elérhetőséget biztosít az ún. 
„replica set”-et használatával. Alapértelmezetten minden írási és 
olvasási művelet az elsődleges replikán hajtódik végre, a másodlagos 
replikák pedig erről másolják át az adatokat a beépített replikációnak 
köszönhetően. Az elsődleges replika elérhetetlenné válása esetén a 
helyét egy belső választóalgoritmusnak köszönhetően azonnal 
átveszi egy másodlagos replika. 
- Terheléselosztás: Az adatbázis felhasználójának lehetősége van 
különböző paraméterek alapján meghatároznia, hogy adott kollekciók 
mily módon legyenek horizontálisan szétválasztva az ún. „sharding” 
használatával. 
- Aggregáció: A MapReduce modell használatával képes az adatok 
tömeges feldolgozására és különféle aggregációs műveletek 
elvégzésére.  
- Szerveroldali JavaScript futtatása: A MongoDB beépített JavaScript 
támogatásának köszönhetően a nyelv használható lekérdezésekben, 
aggregáló funkciókban, vagy akár közvetlenül futtathatók az 
adatbázison. 
Jelen szakdolgozat elkészítéséhez a MongoDB 3.6-os verzióját 
használtam, mely újításai között szerepel többek között az aggregációs 
keretrendszer funkcióinak bővülése (új operátorok, a $lookup 
továbbfejlesztése), a dokumentumok tömb típusú mezőinek hatékonyabb 
kezelése, és a driver-be épített „újrapróbálható írás” (retryable write) funkció, 
amellyel a sikertelen írási műveletek egyszer automatikusan megismétlődnek. 
3.3.3 Mongojack 
 Mivel a MongoDB dokumentumai BSON formátumban tárolódnak, a 
népszerű Java JSON mapperre, a Jacksonre alapuló Mongojack gyors és 
hatékony eszköz a Java objektumok Mongo dokumentumokká alakítására. A 
könyvtár használatával könnyen használható megoldásokat kapunk mind az 





3.3.4 Maven és Tomcat 8 
 Az Apache Maven a Java projektekhez használt egyik legelterjedtebb 
automatizált fordítóeszköz. Használata során egy vagy több XML fájlban 
konfigurálhatjuk az alkalmazás fordításának paramétereit, és deklarálhatjuk a 
szükséges függőségeket is, melyeket a Maven automatikusan letölt a központi 
csomaggyűjteményéből, a Maven Central Repositoryból. 
 Az alkalmazásom Maven konfigurációját tartalmazó pom.xml a következő 
(a függőségek nélkül): 










 <name>cryptowebapp Maven Webapp</name> 
 <url>http://maven.apache.org</url> 
   
 <parent> 
    <groupId>org.springframework.boot</groupId> 
    <artifactId>spring-boot-starter-parent</artifactId> 
    <version>1.5.10.RELEASE</version> 
    <relativePath/>  
     </parent> 
     
<properties> 
    <project.build.sourceEncoding>UTF-8</project.build.sourceEncoding> 
    <project.reporting.outputEncoding>UTF-8  
    </project.reporting.outputEncoding> 
    <java.version>1.8</java.version> 
    <start-class>hu.elte.crypto.CryptoApp</start-class> 
</properties> 
   
      <build> 
         <finalName>cryptowebapp</finalName> 
         <plugins> 
         <plugin> 
            <groupId>org.springframework.boot</groupId> 
            <artifactId>spring-boot-maven-plugin</artifactId> 
         </plugin> 
    </plugins> 
   </build> 
</project> 
 Az alkalmazásom lefordított szerveroldali Java kódját tartalmazó WAR 
állományt az Apache Tomcat 8-as verziójú Java Servlet konténerén futtatom. 
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4. A program felépítése 
 Az alkalmazás megvalósításánál a korábbiakban részletezett 
technológiákat használtam, így alkotva meg az alábbi architektúrát. 
 




 A MongoDB 3.6 a „cryptodb” nevű adatbázisban, 2 kollekcióban tárolja 
az alkalmazás adatait. 
 
23. ábra – az adatbázis szerkezete 
 A coin_data kollekcióban a korábban részletezett service által gyűjtött 
kriptovaluta-árfolyamokra vonatkozó adatokat tárolom. 
 
24. ábra – a coin_data kollekció egy dokumentuma 
 Az API-ról érkező JSON tartalmazza: 
- a kriptovaluta azonosítóját („id”), nevét („name”) és rövidítését 
(„symbol”) 
- globális helyezését az összes kriptovaluta közül, volumen alapján 
(„rank”) 
- dollárban és bitcoinban kifejezett aktuális értékét („price_usd” és 
„price_btc”) 
- az elmúlt 1 és 24 órában, valamint az elmúlt 1 hétben történt 




Ezen felül, mint minden Mongo dokumentum, a coin_data kollekció 
összes tagja is kap az írás pillanatában egy adatbázis-szinten egyedi ObjectId 
típusú azonosítót („_id”). 
 A portfolio kollekcióban az egyes felhasználók portfóliójára vonatkozó 
adatokat tároljuk. Minden portfólió egyetlen adatbázis-dokumentumnak 
feleltethető meg. 
 
25. ábra – a portfolio kollekció egy dokumentuma 
 A portfóliót tároló dokumentum kulcsai: 
- az egyedi azonosítója („_id”) 
- tulajdonosának az okta rendszerében tárolt egyedi azonosítója 
(„userId”) 
- a portfólióban tárolt egyes kriptovaluták jelenlegi mennyisége („btc”, 
„eth”, „xrp”, „neo” és „xlm”) 
- a felhasználó tranzakcióit gyűjtő tömb („transactionList”) 
- a tranzakcióban tárolt adatok: 
· dátum („date”) 
· típus („type”) 
· kriptovaluta („currency”) 
· mennyiség („quantity”) 
· ár („price”) 





 A szerveroldali Java kódot tartalmazó fájlok struktúrája a következő: 
 
26. ábra – a szerveroldali fájlok struktúrája 
4.2.2 Az alkalmazás központi osztályai 
 A hu.elte.crypto csomag tartalmazza a szerverindításkor azonnal elinduló 
CryptoApp osztályt. Ennek egyetlen, main() metódusa tartalmazza a Spring 
keretrendszer által megkívánt szintaktika és szemantika szerinti hívást, amely 
az alkalmazás elindításáért felel. A „@SpringBootApplication” annotáció 
tartalmazza a Spring számára szükséges információt arról, hogy indításkor 
ebben az osztályban keresse a main() metódust, az „@EnableScheduling” 
annotáció pedig engedélyezi, hogy alkalmazásszinten időzítést használjak 
(ennek a CryptoService osztályban lesz szerepe). 
 
27. ábra – a main() metódus 
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 A csomag másik osztálya a CryptoService, mely a korábban már leírt 
működési elv szerint az alkalmazás indításának pillanatától kezdve óránként 
lekérdezi a coinmarketcap.com oldal fejlesztői API-ján keresztül a kriptovaluta-
árfolyamokat. 
 Az osztály az alábbiak szerint épül fel: 
- a coinIds nevű private, static, final sztring tömbben deklarálom az 
alkalmazás által követett 5 kriptovaluta azonosítóját, melyekre az API 
hívás paraméterezésénél van szükség 
- a „@PostConstruct” annotációval ellátott init() metódusban 
inicializálom az adatbáziskapcsolatot; az annotáció azt tudatja a 
Springgel, hogy a metódus az osztály inicializálása után azonnal 
lefuttatandó 
- a makeAPICalls() metódus elvégzi az API-hívásokat, majd azok 
eredményét letárolja az adatbázisba; a „@Scheduled” annotáció 
segítségével paraméterezem a függvény többszöri, rendszeres 
lefutását 
4.2.3 A kontroller 
 A hu.elte.crypto.controllers csomagban deklarált CryptoController osztály 
a Spring MVC modul szerint létrehozott Controller, vagyis a szerverre REST 
API-n keresztül történő hívások fogadására szolgáló osztály. Ezen funkcióját a 
„@RestController” annotációval tudatjuk a Spring keretrendszerrel. Az osztály 
másik annotációja az „@EnableAutoConfiguration”, melyet érzékelve a Spring 
Boot automatikusan konfigurálja a kontrolleremet, így az nem igényel további 
fejlesztői felügyeletet (megspórolva például az xml-alapú konfigurálást). 
 Az osztály metódusai a Spring szintaktikának megfelelően annotációkon 
keresztül kapják meg azt az URL-t, melyen keresztül figyelnek a beérkező 
hívásokra. Emellett minden függvényben annotációval engedélyezzük a CORS-
t (Cross-Origin Resource Sharing – vagyis a szerverétől különböző domain-ről 





 A getPortfolio() metódus példáján keresztül láthatjuk mindezt a 
gyakorlatban is. Mivel minden kontrollermetódus adatok manipulációját végzi, 
az általános gyakorlat az, hogy a beérkező paraméterek feldolgozása után a 
megfelelő DAO hívódik meg. 
 
28. ábra – a getPortfolio() metódus 
 A CryptoController metódusai: 
- getPortfolio(): a felhasználó portfóliójának lekérdezésére 
- getTransactions(): adott profilhoz tartozó tranzakciók lekérdezésére 
- saveTransaction(): a felhasználó által megadott tranzakció mentésére 
- getCoinData(): a paraméterben megadott időintervallumba eső 
árfolyamadatok visszaadására 
4.2.4 Az adatbázis elérése 
 A hu.elte.cypto.data csomag MongoConnector osztálya felel az 
adatbázis-kapcsolat megteremtéséért és annak eléréséért. Statikus adattagjai 
rögzítik az adatbázis IP-címét, portját és nevét, így esetleges alternatív deploy 
esetén ezen paraméterek könnyen megváltoztathatóak. 
 
29. ábra – a statikus adattagok 
 A korábban a service kapcsán már említett init() metódusban 
inicializálom az adatbázis-kapcsolatot, melyet a getDB() függvényt meghívva 
érhetünk el. Ez utóbbi metódust hívja az összes DAO művelet, hiszen azok 





 A hu.elte.crypto.dao csomag tagjai a Data Access Objectek, vagyis az 
adatbázis adatainak elérését és manipulálását megvalósító osztályok. 
Mindegyikükben statikus adattagként deklarálom az általuk használt 
adatbázis-kollekció nevét. Mind a kontrollerek által hívott publikus metódusok, 
mind pedig az esetenkénti privát segédfüggvények osztályszintűek (static), így 




30. ábra – a getPortfolioByUserId() metódus 
 A DAO-k metódusairól általánosan elmondható, hogy miután a 
MongoConnector segítségével kapcsolatot létesítettek az adatbázissal, a 
Mongojack könyvtár használata esetén megkövetelt try-catch blokkban a parser 
segítségével feldolgozzák az elérni kívánt kollekciót. Ezt követően, amennyiben 
olvasásról van szó, a megadott paramétereknek megfelelő lekérdezés 
összeállítása és futtatása után a kapott eredményt ugyancsak a Mongojack 
segítségével azonnal Java osztállyá is alakítják, és vissza is térnek vele. 
Mentés esetén a kapott kollekció feldolgozása után az írni kívánt Java 
objektumot a parser segítségével BSON-né alakítják, és a kollekcióba írják. A 
könyvtár segítségével a frissen írt objektumot az egyedi azonosítója alapján 
rögtön vissza is kérem, így meggyőződve arról, hogy a mentés sikeres volt. 
Hiba esetén mindkét esetben null-t adok vissza. 
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 A csomagban található PortfolioDAO metódusai: 
- getPortfolio(): a megadott felhasználó-azonosító alapján visszatér a 
user portfóliójával, ill. ha még nem rendelkezett ilyennel, létrehoz neki 
egyet 
- addPortfolio(): az előbbi metódus segédfüggvénye, új portfólió 
létrehozására szolgál 
- getPortfolioByUserId(): ugyancsak a paraméterben kapott userId-hoz 
tartozó portfólióval tér vissza, viszont visszatérési értéke null, 
amennyiben ez nem létezik 
- savePortfolio(): adott portfólió mentésére szolgál 
- fillUpDataHelper(): a kliensre leküldött portfólió objektum az 
adatbázisban tároltakon túl egyéb „metaadatokat” is tartalmaz, ezek 
feltöltését végzi ez a segédfüggvény 
- calculatePortfolioValue(): adott portfólió összértékét a jelenlegi 
kriptovaluta-árfolyamok alapján kiszámító metódus 
A tranzakciókat érintő adatbázis-műveleteket összefoglaló 
TransactionDAO metódusai: 
- getTransactionsByUserId(): a paraméterben megadott felhasználó-
azonosítóhoz tartozó portfólióban tárolt tranzakciókat adja vissza 
- addTransaction(): adott portfólióhoz történő tranzakció rögzítésére 
szolgál 
- modifyPortfolioByTransaction(): segédfüggvény, mely a tranzakció 
által okozott változások szerint módosítja a portfóliót 
 
31. ábra – a modifyPortfolioByTransaction() metódus 
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 A kriptovaluta-árfolyamokra vonatkozó műveleteket a CoinDataDAO-ban 
implementáltam: 
- saveCoinData(): az alkalmazás service-e ezen metódus segítségével 
menti a lekért árfolyamadatokat 
- getLatestDataByCoinId(): adott kriptovaluta adatbázisban található  
legfrissebb árfolyamadatát adja vissza 
- getCoinChartData(): a paraméterben kapott időintervallumra 
vonatkozó árfolyamadatokat állítja össze a kliensen található 
grafikonok számára 
- getCoinDataByCoinId(): az előbbi metódus segédfüggvénye, egyes 
valutákra vonatkozó adatokkal tér vissza 
- getRelevantDate(): a dátum mezők megfelelő beállítására szolgáló 
segédfüggvény 
- setChartLabels(): a kliensen megjelenő vonaldiagram feliratait állítja 
elő 
- getCoinDataForHelper(): a kliensre küldött portfólió számára állítja elő 
a megfelelő árfolyamadatokat 
4.2.6 DTO-k 
 A hu.elte.crypto.dto csomagban találhatóak a DTO (Data Transfer 
Object) osztályok, vagyis az alkalmazás által használt adatok „modelljeit”. 
Jellemzően vagy az adatbázisban található dokumentumoknak feleltethetőek 
meg, vagy egyéb pluszinformációk hordozására szolgálnak.  
 Szerkezetileg a klasszikus „getter-setter” modellt követik, tehát az 
adattagok elérése privát, és olvasni illetve módosítani csak a hozzájuk tartozó 
get() és set() metódusokon keresztül tudjuk őket. 
 Az alkalmazás DTO-i: 
- CoinData: árfolyamadatok 
- Portfolio: portfólió 
- Transaction: tranzakciók 
- CoinChartData: árfolyamgrafikon adatai  





 A kliensoldali Angular fájlok szerkezeti fája: 
 
32. ábra – a kliensoldali fájlok struktúrája 
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4.3.2 App modul és App komponens 
 Az Angular logikájának megfelelően az app.module.ts fájl tartalmazza az 
alkalmazás konfigurációját, általános paramétereit és egyéb információit a 
keretrendszer számára. 
 Itt határozom meg többek között az alkalmazást alkotó komponenseket 
és azok URL-jét, „routing”-ját, a felhasznált külső Angular modulokat és a többi 
komponens által használt komponenseket és service-eket, az ún. „provider”-
eket is. 
 
33. ábra – a kliens komponensei, és azok elérési útvonala 
 Az AppComponent az angular-cli által automatikusan generált központi 
alkalmazáskomponens, mely a webszerver címére navigálva azonnal 
elérhetővé válik, így hagyományosan a kezdő-, és az alkalmazás egészén 
átívelő logikát tartalmazza. 
 Esetünkben a komponens HTML-je az applikáció állandó, rögzített 
fejlécét írja le, TypeScriptjében pedig az autentikációra vonatkozó metódusokat 
találhatunk, mivel ezek azok a funkciók, melyekre az alkalmazás teljes 




34. ábra – az AppComponent deklarációi 
A komponens scriptje (az alkalmazás minden komponensével 
megegyező módon) az Angular logikáját követve deklarálja a felhasznált 
Angular modulok listáját, majd a @Component annotációval ellátott 
objektumban meghatározza a komponens belső hivatkozási nevét, valamint a 
rá vonatkozó template és stílus elérését. Végül az export kulcsszót követően 
tartalmazza magát a komponenst alkotó osztály deklarációját is; először 
adattagjai és azok kezdőértékei vagy típusai meghatározását, majd 
konstruktorát és annak paramétereit, végül pedig metódusait. 
Az app.component.ts metódusai: 
- constructor(): ellenőrzi az autentikációt, valamint bejegyzi az 
alkalmazás által használt .svg kiterjesztésű grafikai elemeket (ezek az 
alkalmazás „assets” mappájában találhatóak) 
- login(): elindítja az okta bejelentkeztető eljárását 
- checkLogin(): ellenőrzi, hogy az alkalmazás felhasználója 
rendelkezik-e érvényes autentikációs tokennel 
- logout(): kijelentkezteti a felhasználót 
- isAuthenticated(): visszatérő logikai értékkel jelzi, hogy a felhasználó 
megfelelően autentikált-e 
- getUserId(): megadja az aktuális felhasználó az okta rendszerében 




4.3.3 Home komponens 
 A home komponens lényegében az alkalmazás „landing-page”-e. 
Az Angular automatikusan eseményköti (event-bind) a HTML-t a 
komponenssel, valamint a template létrehozása során az „*ngIf” direktívával 
feltételekhez köthetjük a megjeleníteni kívánt elemeket. A 
home.component.html fájl remek példa mindkét esetben. 
 
35. ábra – a home komponens HTML-je 
 Amennyiben a felhasználó még nem autentikált, a „Login” gombot 
jelenítjük meg, melyre kattintva az AppComponent login() metódusa fut le, 
elindítva a bejelentkeztetést. Ellenkező esetben a „Portfolio” feliratú gomb 
található az oldalon, mely a ’/portfolio-list’ linkre navigál (az AppComponent 
getUserId() metódusától kapott URL paraméterrel), mely a bejelentkezett 
felhasználó portfólióját tartalmazza majd. 
 A komponens egyetlen metódusa az ngOnInit(), mely az Angular 
keretrendszer adta függvénydeklaráció (ún. „lifecycle hook”): futása minden 
esetben a komponens inicializációját követően történik. Itt ellenőrizzük, hogy a 
felhasználó be lett-e már léptetve a rendszerbe. 
 
36. ábra – az ngOnInit() metódus 
4.3.4 Shared scriptek 
 A shared mappában találhatók azok a TypeScript fájlok, melyeket az 
alkalmazás többi komponense erőforrásként használ(hat). Ezen szerepüket az 
„@Injectable” annotációval jelzem, így elérve, hogy az Angular szükség esetén 
a hivatkozott scripteket a megfelelő komponens számára elérhetővé tegye. 
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 Az auth.interceptor.ts fájl az Okta Angular SDK-t felhasználva szolgálja ki 
az autentikációra vonatkozó kéréseket. 
 A mappa másik két TypeScriptje egy-egy service, melyek feladata a 
megfelelő típusú adatok szolgáltatása az alkalmazáskomponenseknek. 
Értelemszerűen a portfolio.service.ts a portfólió objektumok, a 
transaction.service.ts pedig a tranzakciókat érintő műveletek esetén 
kommunikál a szerverrel. 
 
37. ábra – a PortfolioService törzse 
 A service-ekben minden esetben deklaráljuk a megszólítandó szerver IP-
címét és portját, valamint a kéréseket fogadó végpontok URL-jeit. A 
konstruktorok paraméterül kapnak egy HttpClient típusú objektumot, melyen 
keresztül a HTTP-kéréseket lebonyolíthatják, valamint az AppComponentet, 
melyen keresztül a felhasználó adatait érhetik el. Az egyes metódusok a 
szerveroldali kontrollerben felsorolt REST API végpontjainak hívásai. 
 A PortfolioService-ben: 
- getPortfolio(): a felhasználó portfólióját kéri le 
- getCoinData(): az árfolyamgrafikon számára szolgáltat adatokat 
A TransactionService-ben: 
- getTransactions(): adott user tranzakcióival tér vissza 
- saveTransaction(): új tranzakció mentésére szolgál 
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A service-ek kapcsán érdemes megemlíteni, hogy mindegyikhez tartozik 
egy ún. „resolver” is. Mivel az egyes adatokat megjelenítő komponensek már 
inicializáláskor feltételezik, hogy a megjelenítő adatok rendelkezésükre állnak 
(pl. a portfóliót megjelenítő komponens, melynek elvárt működése hogy a 
képernyőn megjelenve már tartalmazza a felhasználó portfóliójának adatait), 
biztosítanunk kell, hogy ez valóban így is történjen.  
 Az AppModule-ban meghatározott Routes tömb megadása során 
(lsd. 33. ábra) megfigyelhettük, hogy mind a PortfolioListComponent, mind a 
TransactionListComponent esetén deklaráltunk egy resolvert.  
Ezen resolverek feladata, hogy az adott komponens inicializálása előtt 
lefuttassák a bennük deklarált kódot, és csak annak befejeztével kezdődjön 
meg a komponens tényleges példányosítása. Esetünkben a resolverek a 
megfelelő service-ek adatlekérő metódusát futtatják, így elérve, hogy a 
megjeleníteni kívánt adatok a komponens indulásakor rendelkezésre álljanak. 
 
38. ábra – a PortfolioResolve törzse 
A resolverek a konsturktorban paraméterül kapott 
ActivatedRouteSnapshot és RouterStateSnapshot típusú objektumok 
segítségével kiválasztják ki a helyes „útvonalat” (route) és dolgoznak URL 
paraméterekkel. 
A portfóliók megfelelő lekérdezéséért a portfolio.resolve.ts fájl felel, míg 





4.3.5 Portfólió lista komponens 
 A portfolio-list mappában található komponens felel a felhasználó 
portfóliója, ill. az ahhoz tartozó plusz adatok megjelenítéséért. A HTML-
templateben deklaráljuk a megjelenítendő elemeket: 
- a portfólió összértékét 
- egy listát a portfóliót alkotó kriptovaluták mennyiségéből, aktuális 
árfolyamukból és annak változásából 
- két vezérlőgombot, mellyel új tranzakciót hozhatunk létre, ill. 
átnavigálhatunk a tranzakciókat megjelenítő oldalra 
- egy kördiagramot a portfólió összetételéből 
- egy dátumválasztóval paraméterezhető trendet a valuták árfolyamáról 
Az oldal szöveges és egyéb elemeinek megjelenítésért a Material felel, 
míg a grafikonokat a PrimeNG könyvtárának segítségével hoztam létre. 
A komponens két adattagja is adat-kötött (data-bind), akár a portfóliót 
tartalmazó portfolio objektum, akár az árfolyamadatokat tároló coinData 
objektum változik meg, a komponens azonnal újrarenderelődik, a képernyőn is 
lekövetve a változásokat. 
A portfolio-list.component.ts metódusai: 
- constructor(): a grafikonok induló paramétereit is egyéb beállításait 
rögzítem itt 
- ngOnInit(): a beérkező adatok alapján feltöltöm a portfolio és a 
coinData adattagokat, és elvégzem a kördiagram megjelenítéséhez 
szükséges számításokat 
- refreshPortfolio(): a komponens adatainak (szerverről érkező, tehát 
service-hívásokkal történő) frissítésére szolgál 
- calculatePieChartData():  a kördiagram adatait állítja elő 
- transformLineChatData(): a vonaldiagram adatait hozza megfelelő 
formátumúra 
- selectChartDate():  a trend adatainak frissítésére szolgál a 
megváltozott időpontoknak megfelelően 
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- fromChange() és toChange(): a felhasználó általi dátumváltozásra 
reagáló események 
- showAddTransaction(): a tranzakció hozzáadását lehetővé tevő gomb 
megnyomásakor fut le; felugró ablakban megjeleníti az új 
komponenst (lsd. 4.3.6) és feliratkozik annak afterClosed() 
eseményére, hogy bezárása után frissüljön a portfólió (lsd. 39. ábra) 
 
39. ábra – a showAddTransaction() metódus 
4.3.6 Tranzakció párbeszédpanel 
 A TransactionDialog komponens feladata a felhasználónak lehetőséget 
biztosítani új tranzakció felvitelére. Mindezt a korábban szemléltetett módon, a 
Portfolio komponensben felugró ablakban történő, felhasználói adatok 
bevitelére lehetőséget adó Form Control és Form Group modulok segítségével 
történik. 
  A komponens template-jében az input mezőket összesítő Form Group 
elemeit deklaráljuk, egyesek példányosítása a TypeScriptben megadott 
kezdőértékekkel történik (pl. a tranzakciótípus és a választható kriptovaluták). 
 A script fájl tartalmazza a megadott adatok feldolgozását elősegítő kódot: 
- ngOnInit(): létrehozom a FormGroup-ot a megfelelő paraméterekkel 
- submit(): a formból történő értékek kinyerésére, és azok szerverre 
való küldésére szolgál (a TransactionService segítségével, 40. ábra) 
 
40. ábra – a submit() metódus 
- calculateTotal(): ezzel a metódussal számítom ki a tranzakció 
összértékét mutató „Total” mező értékét, dinamikusan 
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4.3.7 Tranzakció lista komponens 
 A TransactionList komponens célja a felhasználó tranzakcióit táblázatban 
megjeleníteni. A HTML-jében ennek megfelelően egy táblázatot deklarálok az 
alábbi formában:  
 
41. ábra – a HTML-ben deklarált táblázat 
 A táblázat adatforrásaként szolgáló dataSource objektumot a service-től 
kapott tranzakciókkal töltöm fel, ezen tömb elemei alkotják majd a táblázat 
sorait, az objektum mezői pedig az egyes cellákat. Az Angular által biztosított 
date és number filter segítségével a megfelelő cellákhoz típust és formázást is 
rendelek. 
 A TypeScript fájl ngOnInit() függvényében inicializálom a táblázatot és a 
megjelenítendő tranzakciókat,  az ngAfterViewInit() metódusban (mely egy 
újabb Angular „lifecycle hook” – a view renderelésének befejeződte után fut le) 
deklarálom a táblázat lapozóját és szűrőjét, az applyFilter()-rel pedig 
végrehajtom a megfelelő szűrést. 
 A scriptben meghatározom még a Transaction típusú interface-t is, 





 Az alkalmazás tervezése és megvalósítása folyamán kiemelten szem 
előtt tartottam, hogy a felhasználók számára ergonomikus, letisztult és könnyen 
használható felületet és funkciókat biztosítsak, ezzel is csökkentve az esetleges 
hibák lehetőségét. 
 A fejlesztés közben a szerver REST API végpontjait Postman-nel 
teszteltem (https://www.getpostman.com). 
 A manuális tesztelés során a következő teszteseteket ellenőriztem 
Google Chrome 66.0.3359 verziójú és Mozilla Firefox 59.0.3 verziójú 
böngészőkön. 
5.1 Bejelentkezés 
1. Bejelentkezési kísérlet hiányzó felhasználónévvel 
Eredmény: a bejelentkezés sikertelen 
2. Bejelentkezési kísérlet hiányzó jelszóval 
Eredmény: a bejelentkezés sikertelen 
3. A felhasználó és/vagy a jelszó helytelen megadása 
Eredmény: a bejelentkezés sikertelen 
4. Helyes felhasználónév és jelszó megadása 
Eredmény: a bejelentkezés sikeres 
5.2 Home komponens 
1. A „Portfolio” gombra kattintás 
Eredmény: az applikáció a portfólió oldalra navigál 
2. A „Logout” gombra kattintás 
Eredmény: a kijelentkezés sikeres, visszatértem a bejelentkező felületre 
5.3 A portfólió oldal 
1. Az oldalra történő navigálás 
Eredmény: megjelenik a bejelentkezett felhasználó portfóliója 
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2. A kördiagram címkéinek változtatása 
Eredmény: a kördiagram az új paramétereknek megfelelően megváltozik 
3. A „From” és „To” dátumválasztóira kattintás 
Eredmény: a felugró ablakban megjelenik a dátumválasztó 
4. A „From” vagy „To” dátum megváltoztatása 
Eredmény: a dátumválasztó által jelzett dátum a választott dátum lesz 
5. A vonaldiagram címkéinek változtatása 
Eredmény: a grafikon az új paramétereknek megfelelően változik 
6. A vonaldiagram frissítése a „Show” gombra kattintva 
Eredmény: a grafikonon megjelenő adatok a megadott paraméterek 
alapján újrarajzolódnak 
7. Az „Add transaction” gombra kattintás 
Eredmény: megjelenik a tranzakció hozzáadására szolgáló 
párbeszédpanel 
8. A „Transactions” gombra kattintás 
Eredmény: az alkalmazás a tranzakció oldalra navigál 
5.4 A tranzakció párbeszédpanel 
1. Tranzakció-mentési kísérlet hiányzó adatokkal 
Eredmény: a tranzakció nem kerül mentésre 
2. Helyesen kitöltött tranzakció mentése 
Eredmény: a tranzakció mentődik, a párbeszédpanel bezáródik és a 
portfólió frissül az új adatoknak megfelelően 
3. A „Cancel” gombra kattintás 
Eredmény: a párbeszédpanel bezáródik 
4. A tranzakció „Price” vagy „Quantity” mezőjének változtatása 




5.5 A tranzakciók oldal 
1. Az oldalra történő navigálás 
Eredmény: megjelenik a felhasználó tranzakcióit tartalmazó táblázat 
2. A táblázat címsorában található „Filter” mezőbe gépelve 
Eredmény: a táblázatban található adatok a bevitt adatoknak 
megfelelően szűrődnek 
3. A táblázat lapozóját használva 
Eredmény: a táblázat a megfelelő oldalra navigálódik 
4. A táblázatban egy oldalon megjelenített sorok számának változtatása 
Eredmény: a megjelenített adatok száma a megadottaknak megfelelően 
változik 
5. A táblázat oszlopának nevére kattintva 
Eredmény: a táblázat adatai a megfelelő oszlop szerint rendeződnek 
6. A „Portfolio” gombra kattintva 
Eredmény: az alkalmazás a portfólió oldalra navigál 
Összegzésként elmondható, hogy a fejlesztés közbeni, és az azt követő 
manuális tesztelés segített a keletkezett hibák (pl. a „Total” mező nem 
megfelelő frissülése) és nem kezelt esetek (pl. nagyobb kezdő, mint végdátum 
megadása) felderítésében.  






 Azért választottam szakdolgozatom témájának a kriptovaluta portfólió 
kezelést, mert szerettem volna egy napjainkban aktuális jelenséget gyakorlati 
oldaláról megközelíteni; és reméltem, hogy munkám eredménye valóban 
hasznos eszköz lehet a téma iránt érdeklődők számára. 
 Az alkalmazás megtervezése és fejlesztése során mindvégig szem előtt 
tartottam, hogy az könnyen érthető és kezelhető legyen, ne kívánjon komolyabb 
informatikai ismereteket, így az bárki számára elérhető maradjon. Igyekeztem 
továbbá a kódot úgy megírni, hogy az applikáció könnyedén kibővíthető legyen 
az esetleges jövőbeli továbbfejlesztésekkor. 
 Továbbfejlesztésre pedig bőven van lehetőség. A legkézenfekvőbb több 
kriptovaluta kezelése, és azok árfolyamadatinak gyakoribb rögzítése volna. 
Ezeket egyelőre az erre a célra használható API-k fizetős volta korlátozza, az 
ingyenes felhasználók számára csak jelentősen korlátozott mértékben 
szolgáltatnak adatot. Az alkalmazás vizualizációiban is számos lehetőség rejlik, 
hiszen a rendelkezésre álló adatokon végzett számításoknak és azok grafikus 
ábrázolásának kis túlzással csak a képzelet szab határt. 
 A szakdolgozat tervezését megelőzően nem titkolt célom volt az Angular 
keretrendszerrel és a MongoDB adatbázissal való megismerkedés is. Nagyon 
örülök, hogy ezekkel a technológiákkal dolgozhattam, így is bővítve szakmai 
tudásomat. 
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· 1 db DVD 
 
A DVD tartalma: 
· az alkalmazás forráskódja 
· a szakdolgozat PDF formátumban 
 
 
 
 
 
 
