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V tem magistrskem delu je predstavljen izziv načrtovanja sistema za velikoserijsko
testiranje namenskega integriranega vezja. V začetku je predstavljena teoretična
osnova testiranja digitalnih vezij, sledi opis testirane naprave in načrt njenega
preizkušanja. V nadaljevanju delo opisuje strojno in programsko opremo, ki je
bila razvita za ta projekt. Delo se konča s predstavitvijo projektne dokumentacije.
Rezultat razvojnega procesa je celostni sistem, ki je zmožen z veliko zaneslji-
vostjo odkrivati napake v delovanju namenskega integriranega vezja. V okviru av-
tomatskega testnega stroja se bo sistem uporabljal v podjetju Renishaw Tehnični
Inženiring d.o.o.





The thesis addresses the challenges of designing a system for large-scale testing
of an application specific integrated circuit. In the beginning, the theoretical
basis for digital circuit testing is presented. It continues with a description of
the device tested and a plan for its testing. Furthermore, the work describes the
hardware and software that was developed for this project. The thesis concludes
with a presentation of the project documentation.
The result of the development process is a functional system that is able to
detect faults in the operation of a application-specific integrated circuit with great
reliability. As a part of an automatic test handler, the system will be utilised by
the company Renishaw Tehnični Inženiring d.o.o.
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1 Uvod
Testiranje je ključen del procesa izdelave namenskih integriranih vezij. Z njim
zagotovimo, da uporabnik prejme izdelek, ki je skladen s specifikacijami in zado-
volji njegova pričakovanja. V primeru dobavljanja slabih izdelkov lahko podjetje
poleg finančnega bremena utrpi tudi izgubo ugleda.
Podjetje Renishaw d.o.o. je bilo ustanovljeno leta 2014. Za matično podjetje
Renishaw plc izdeluje namenska integrirana vezja različnih namembnosti. Večina
se jih vgrajuje v precizno merilno opremo, ki se uporablja na raznovrstnih po-
dročjih industrije. Potreba po zanesljivem delovanju je tako velika, posledice, ki
jih lahko povzroči produkt z napako, pa težke.
Zaupan mi je bil izziv konceptualne zasnove in izdelave testnega sistema za
najnoveǰsi izdelek podjetja, namensko integrirano vezje Flexcomms. Projekt je
vključeval pisanje specifikacij testiranja in kasneǰse načrtovanje po meri narejene
programske in strojne opreme, ki testiranje izvaja. Ko bo stekla serijska proizvo-
dnja integriranega vezja, bo mogoče z ustvarjenim testnim sistemom v enem letu
preizkusiti več kot 100 000 naprav.
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Slika 1.1: Razvita testna ploščica
2 Izzivi testiranja digitalnih
integriranih vezij
2.1 Napake v integriranih vezjih in njihovo modeliranje
Vezja in naprave testiramo z namenom odkrivanja vseh možnih napak, ki bi
lahko preprečile pravilno delovanje. O napaki v integriranem vezju govorimo,
ko delovanje tega vezja odstopa od zahtevanih specifikacij. Vsaki napaki lahko
določimo tip, vrednost, trajanje in obseg. Tip napake je lahko logični ali ne-
logični. Logične napake povzročijo napačno logično vrednost na točki v vezju.
Nelogične napake zaobjemajo preostanek logičnega vezja in vključujejo napake
na napajalnem delu, viru napajanja ter napetostni referenci. Trajanje napake je
lahko začasno ali trajno [3].
Tipični povzročitelji napak v integriranih vezjih so [4, stran 58]:
1. Napake v procesu: Parazitne polprevodnǐske strukture, preboji skozi
dielektrik.
2. Napake v materialu: Razpoke, nepopolnosti v kristalni strukturi, nečistoče
in kontaminacije.
3. Staranje: Spreminjanje električnih in mehaničnih lastnosti uporabljenih
materialov.
4. Napake v pakiranju integriranega vezja: Oksidacija kontaktov, razpoke,
mehanični stres na integrirano vezje.
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2.2 Zaznavanje napak
Pri testiranju digitalnih integriranih vezij na vhode pripeljemo binarne vzorce,
ki jih imenujemo testni vektorji, odziv integriranega vezja pa primerjamo s
pričakovanim. Vezje je karakterizirano kot delujoče, če so vsi odzivi skladni s
pričakovanimi vrednostmi. Kvaliteta rezultatov testiranja je tako neposredno
odvisna od testnih vektorjev [4, stran 18]. Testni vektorji morajo zagotoviti, da
je vsaka povezava v integriranem vezju vsaj enkrat tekom testiranja v logičnem
stanju 1, ter vsaj enkrat v logičnem stanju 0. Temu rečemo aktivacija napake.
Hkrati mora napaka tudi potovati, oziroma se propagirati do izhoda vezja, kar
nam omogoča njeno zaznavo. Proces, s katerim omogočimo napaki pot do izhoda,
imenujemo propagacija napake. Zaznava napake torej zahteva njeno aktivacijo in
propagacijo [4, stran 58].
Slika 2.1: Kombinacijsko vezje
Za zaznavo napake, kjer je signal α zataknjen na vrednosti 0 (s-a-0),
potrebujemo testni vektor ABC = 01− ali ABC = 0− 0 [3, stran 19].
Če imamo čip s potencialnimi napakami, se pojavi pomembno vprašanje: kako
obsežno mora biti testiranje, da je morebitna prepustnost slabih naprav dovolj
majhna? Stopnja napake (Ang. Defect level) je delež slabih naprav, ki uspešno
opravijo testiranje. Običajno se meri v napakah na milijon testiranih naprav
(DPM). Zaželene vrednosti so pod 200 DPM, kar je enako 0,02 %.
Pokritost napak (ang. Fault coverage) je odraz kvalitete testiranja. Defini-
rana je kot razmerje med številom zaznanih napak in celotnim številom napak.
V praksi je nemogoča popolna pokritost napak, torej vrednost 1. Pri tem smo
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omejeni s sledečimi dejavniki:
 nepopolno modeliranje napak,
 omejitve v zasnovi vezja lahko onemogočajo testiranje določenih kompo-
nent,
 odvisnost napak od vhodnih podatkov.
Donos proizvodnega procesa (ang. process yield) je delež proizvedenih
naprav, ki je brez napak. Celoten delež je težko natančno ugotoviti ravno zaradi
ogromne obsežnosti testiranja, ki bi zaznalo vse napake, nastale v proizvodnem
procesu. Zato običajno uporabimo približek, kjer število naprav, ki so prestale
produkcijsko testiranje, delimo z deležem vseh naprav [5]. Donos proizvodnega
procesa je pogosto premo sorazmeren kompleksnosti integriranega vezja. Gre
sicer za strogo varovano skrivnost, a domneva se, da največja proizvajalca mikro-
procesorjev, AMD in Intel, zavržeta približno polovico proizvedenih procesorjev
v najnoveǰsih tehnologijah [6].
2.3 Zasnova integriranega vezja za lažje testiranje
Angleška fraza design for testability odraža načrtovanje integriranega vezja z mi-
slijo na bolǰse in enostavneǰse testiranje. K problemu načrtovanja za testiranje
lahko pristopimo iz dveh smeri: lahko ga rešujemo ad hoc ali pa s strukturiranim
pristopom.
Najenostavneǰsi način izbolǰsanja pokritosti napak je z dodajanjem testnih in
kontrolnih točk. S kontrolnimi točkami lahko sicer nedostopni povezavi vsilimo
vrednost, s testnimi točkami pa lahko opazujemo logično vrednost nedostopnih
povezav v vezju. Ker bi velika količina testnih in kontrolnih točk hitro potrebovala
nepraktično veliko podnožje, so tovrstne povezave pogosto multipleksirane. V
kompleksneǰsih sistemih poznamo tudi testne registre, v katere lahko pǐsemo
in beremo.
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Slika 2.2: Testna točka z multipleksorjem
[3, stran 44]
Pri testiranju sekvenčnih vezij hitro naletimo na težavo, saj bi bilo nasta-
vljanje in preverjanje vrednosti vseh pomnilnǐskih elementov preveč zamudno.
Ta problem premagamo s prilagoditvijo vezja, da lahko do spominskih celic do-
stopamo neposredno. Strukturo za dostop imenujemo testna linija. Gre za
pomikalni register, katerega celice se nahajajo na vhodu pomnilnǐskih elementov,
pogosto pa tudi vzporedno z vsemi zunanjimi kontakti integriranega vezja.
Potek testiranja vezja s testno linijo je sledeč:
1. V vezju aktiviramo način za testiranje.
2. V pomikalnem registru nastavimo začetno stanje.
3. Način za testiranje izklopimo in omogočimo normalno delovanje vezja.
4. Na vhod kombinacijskega dela vezja privedemo testni vektor.
5. Znova aktiviramo način za testiranje.
6. Na izhodu testne linije preberemo končno stanje. Hkrati na vhodu nasta-
vimo novo stanje.
7. Ponovimo tretjo točko dokler testiranje ni končano.
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Na mestu je opažanje, da je velik del testiranja namenjen nastavljanju in
branju vrednosti preko pomikalnega registra, saj je hitrost branja in pisanja enaka
frekvenci ure. Da pohitrimo testiranje kompleksneǰsih, sistemov uporabimo več
kraǰsih testnih linij, kar čas testiranja omeji z dolžino najdalǰse linije.
Najpogosteǰsa implementacija testne linije je JTAG, poimenovana po sku-
pini Joint Test Action Group. Določa jo standard IEEE 1149.1 [7]. Izvedba
integriranemu vezju doda pet vhodno-izhodnih povezav:
 TDI: Vhod za testne podatke
 TDO: Izhod za testne podatke
 TCK: Signal ure
 TMS: Izbira testnega načina
 TRST: Ponastavitev (Opcijsko)
Slika 2.3: Integrirano vezje z JTAG testno linijo
[4, stran 554]
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2.4 Funkcijsko testiranje
S funkcijskim testiranjem preverimo, če je obnašanje vezja skladno z njegovimi
specifikacijami. Za tovrstno testiranje ne potrebujemo zapletenega strukturnega
modela naprave, saj je dovolj funkcijski model sistema. Funkcijski model odraža
specifikacije delovanja sistema in je v veliki meri neodvisen od njegove implemen-
tacije. Iz tega sledi, da lahko s funkcijskim testiranjem poleg napak v proizvodnji
preverjamo tudi napake, ki so nastale kot posledica slabe implementacije [8, stran
305].
Model napak za funkcijsko testiranje ni nujno potreben, saj lahko v manǰsih
sistemih vse funkcije preizkusimo v zelo hitrem času. V večjih in kompleksneǰsih
vezjih pa je dobro, da z znanjem o strukturi vezja omejimo testiranje na tiste
funkcije, ki nam garantirajo zaznavo vseh možnih napak.
Vzemimo preprost flip-flop. Njegovo funkcijsko testiranje bi izgledalo takole:
1. Preverimo, če lahko flip-flopu nastavimo (prehod iz 0 v 1) in pobrǐsemo
(prehod iz 1 v 0) vrednost.
2. Preverimo, če flip-flop ohrani vrednost [8, stran 306].
Velika pomanjkljivost tovrstnega testiranja je potencialno nizka pokritost na-
pak. V praksi se izkaže, da je tovrstno testiranje še najbolj primerno za po-
mnilnǐske module in mikroprocesorje, kjer se pokritost s funkcijskim testiranjem
giblje nad 90 % [9].
3 Namensko integrirano vezje
Flexcomms
Namensko integrirano vezje “FlexComms Bridge” je izdelek podjetja Renishaw
d.o.o., ki ima sedež v Ljubljani. Gre za rešitev problema matičnega podjetja
Renishaw plc, ki se ukvarja z meroslovno tehnologijo. Protokol za serijsko ko-
munikacijo FlexComms je bil razvit zaradi specifičnih zahtev industrijske merilne
opreme, kot je cikličen prenos podatkov v rednih intervalih, med katerimi lahko
hkrati poteka asinhroni prenos manj kritičnih informacij. Dodatna prednost je
ščitenje intelektualne lastnine, ki podjetju ohranja konkurenčno prednost. Poto-
kol je bil do izdelave namenskega integiranega vezja implementiran na različnih
vezjih FPGA, kar je podjetju povzročalo dodatne stroške. V začetni idejni iz-
vedbi je namensko integirano vezje vsebovalo tudi vgrajen mikrokrmilnik, sprva
v ARM, kasneje v RISC-V arhitekturi. Ta ideja je bila kasneje opuščena zaradi
pomanjkanja sredstev. Namensko integrirano vezje z zunanjim svetom komuni-
cira preko serijskega vodila SPI s frekvenco 50 MHz.
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Slika 3.1: Blokovna shema vezja FlexComms Bridge [1, stran 4]
3.1 SPI Krmilnik
Komunikacija po vodilu SPI poteka z največjo frekvenco 50 MHz. Namensko
integrirano vezje FlexComms deluje izključno kot Slave, kar pomeni, da komuni-
kacijo narekuje mikrokrmilnik. Preko SPI je mogoče brati in pisati kamorkoli v
kontrolne registre ali v RAM, ki je vezni člen s protokolom FlexComms.
Vsaka komunikacija preko SPI se začne z glavo sporočila, ki jo mikrokrmilnik
pošlje integriranemu vezju. Glava ima tri komponente:
1. CMD[7:0]: Ukaz branja oziroma pošiljanja. “00” prestavlja branje enega
bita, “01” branje dveh bitov “10” branje treh ali več bitov, “11” pa pisanje.
2. ADR[15:0]: Naslov v pomnilniku integriranega vezja, kamor se bo bralo
oziroma pisalo.
3. NUM[15:0]: Število prebranih ali poslanih podatkov.
Glavi sledijo podatki, ki se berejo od prvega do zadnjega bajta (ang. Little
endian). Ko je komunikacije konec, se linija SS n vrne v privzeto visoko stanje.




























































































































































































































12 Namensko integrirano vezje Flexcomms
3.2 PLL
Fazno zaklenjena zanka (PLL) generira različne frekvence ure. Vhodni signal
ure s frekvenco 25 MHz pomnoži za dvakrat oziroma desetkrat. Ura s frekvenco
250 MHz se uporablja za decimacijo protokola signalov FlexComms. V testni
konfiguraciji lahko uro s frekvenco 50 MHz opazujemo na izhodih GPIO.
3.3 Spomin
Spomin je v namenskem integriranem vezju je razdeljen na dva dela. Prvi je set
registrov, v katere se vpisuje nastavitve, naslove in podobno. Mogoče je tudi brati
in pisati GPIO vrednosti. Drugi del, RAM z dvema vhodoma (DPRAM), skrbi
za shranjevanje podatkov, ki se pǐsejo in berejo po protokolu FlexComms. Spo-
minski del zavzame največji del površine na integriranem vezju, zato je tveganje
za napake v izdelavi največje.
3.4 Nizkonapetostni diferencialni oddajnik in sprejemnik
Vhodno-izhodni del za protokol FlexComms ima dva para vhodov in izhodov. To
omogoča, da več naprav vežemo zaporedno na isto vodilo.
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Slika 3.4: Veriženje več naprav [1, stran 8]
3.5 Standardni parametri delovanja
Tabela 3.1: Parametri delovanja [1]
Parameter Min. Tip. Maks. Enota
Napetost vhodno-izhodnega dela 3 3,3 3,6 V
Napetost LVDS 3 3,3 3,6 V
Napetost jedra 1,6 1,8 2 V
Napetost PLL 1,6 1,8 2 V
Napajalni tok jedra - - 100 mA
Napajalni tok LVDS - - 100 mA
Napajalni tok PLL - - 5 mA
Obratovalna temperatura polprevo-
dnǐskega spoja
–45 25 125 °C
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3.6 Proizvodnja in pakiranje
Namensko integrirano vezje je proizvedeno v 180 nm tehnologiji tajvanskega pro-
izvajalca TSMC. Vezje je pakirano v podnožje QFN-32.
Slika 3.5: Bondirna shema za vezje FlexComms na podnožje QFN-32 [2, stran 6]
4 Načrt testiranja
Cilj produkcijskega testiranja je ugotoviti, ali naprava deluje pravilno. S testi-
ranjem se ǐsče napake v proizvodnji, kot so prašni delci, ki se nehote znajdejo
na rezini silicija, ali napake pri pakiranju in bondiranju. Produkcijsko testiranje
načeloma ne preverja, ali je integrirano vezje načrtovano skladno s specifikacijami.
V procesu razvoja je bila sprejeta odločitev, da se namensko integrirano vezje
FlexComms Bridge testira brez zunanjih naprav, ki bi bile povezane na Fle-
xComms linije. Testirana naprava tako deluje kot oddajnik in sprejemnik lastnih
signalov. Za nadzor testnega procesa skrbi mikrokrmilnik z SPI krmilnikom.
Slika 4.1: Shema produkcijskega testiranja, avtor: Iztok Jeras
Seznam testov je bil načrtovan tako, da se preveri delovanje vseh ključnih
elementov vezja. V odsotnosti testne linije je bil ta cilj dosežen tako, da se
emulira delovanje integriranega vezja v končnem produktu. Vrstni red testov je bil
zastavljen tako, da se postopoma preverja delovanje novih komponent z elementi
vezja, ki so jih preǰsnji testi že preverili. Tako najprej preverimo, da je poraba
vezja skladna s specifikacijami, saj bi prevelika vrednost pomenila kratek stik,
premajhna pa bi nakazovala, da do stika sploh ni prǐslo. Nato se preizkusi SPI
15
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komunikacija, ki je ključna za celoten nadzor testiranja, ter test signalov GPIO.
Sledi preverba delovanja pomnilnǐskega dela, brez katerega protokol FlexComms
ne deluje. Šele na koncu preverimo delovanje diferencialnih linij s pošiljanjem in
prejemanjem sporočil.
Tabela 4.1: Seznam testov s predvidenim časom izvedbe
Ime testa Opis Čas izvedbe (ms)
Poraba integriranega vezja Preverimo tok, ki ga inte-
grirano vezje porabi v sta-
nju mirovanja.
35
Ponastavitev in SPI komunikacija Vzpostavimo komunikacijo
preko vodila SPI ter preve-
rimo funkcijo signala RE-
SET.
1
Test signalov GPIO Preverimo delovanje bra-
nja in pisanja GPIO.
2





Testi komunikacije Flexcomms Test pravilnega delovanja
vseh načinov komunikacije.
2
4.1 Poraba integriranega vezja
Test porabe v osnovi ugotavlja, ali je kje v integriranem vezju oziroma njegovem
pakiranju prǐslo do kratkega stika ali prekinjene povezave. Sodeč po dosedanjih
izkušnjah z drugimi integriranimi vezji je veliko večja verjetnost, da pride do
napake v pakiranju kot v samem vezju. Pozorni moramo biti tudi na morebitno
obrabljenost podnožja, ki se uporablja za serijsko testiranje. Na tovrstno napako
bi nakazovala večja količina integriranih vezij, ki bi zaradi slabega stika porabila
premajhen tok.
Proces testiranja je sledeč:
1. S signalom RESET sprožimo ponastavitev. Registri so tako v svojih pona-
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stavljenih vrednostih.
2. Izmerimo tok na obeh napetostnih mrežah.
3. Izmerjen tok pomnožimo z napetostjo, da izračunamo moč.
4.2 Ponastavitev in SPI komunikacija
S testom preverimo, če je mogoče z integriranim vezjem vzpostaviti komunika-
cijo preko vodila SPI pri frekvenci 50 MHz. Ker se vsi kasneǰsi testi nanašajo
na pravilno delovanje SPI krmilnika, moramo njegovo funkcionalnost preveriti
najprej. Hkrati s pisanjem v registre integrirano vezje konfiguriramo za pravilno
delovanje: v spomin vpǐsemo podatek o naslovu za protokol FlexComms, defini-
ramo območje v pomnilniku, namenjeno za zapis prejetih in poslanih podatkov
in morebitne časovne zamike pri pošiljanju.
Proces testiranja je sledeč:
1. S signalom RESET sprožimo ponastavitev. Registri so tako v svojih pona-
stavljenih vrednostih.
2. Registre z naslovi od 0x0000 do 0x001F popǐsemo z vnaprej določenimi
vrednostmi preko vodila SPI s frekvenco 50 MHz.
3. Registre z naslovi od 0x0000 do 0x001F preberemo preko vodila SPI.
4. Prebrane vrednosti primerjamo s poslanimi in jih shranimo v podatkovni
bazi.
4.3 Test signalov GPIO
Signali GPIO niso ključni za delovanje vezja, saj v končnem izdelku zaenkrat
nimajo predvidene vloge. S testi se predvsem preverja kvaliteta bondiranja, saj
ugotavljamo morebitne prekinjene povezave ali kratke stike med sosednjimi po-
vezavami. Temu primerno so osnovani tudi testni vektorji: poleg visoke in nizke
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logične vrednosti se preverja delovanje tudi pri izmenično visokih in nizkih vre-
dnostih sosednjih signalov. Če bi bili sosednji povezavi v kratkem stiku, bi tako
opazili napako.
1. GPIO signale na mikrokrmilniku nastavimo kot izhode. Po ponastavitvi se
GPIO signali na integriranem vezju nastavijo kot vhodi.
2. Mikrokrmilnik nastavi na GPIO izhode sledeče logične vrednosti: 0000,
1111, 1010, 0101.
3. Vrednosti preberemo iz registrov mikrokrmilnika preko vodila SPI in jih
primerjamo z nastavljenimi.
4. GPIO signale na mikrokrmilniku nastavimo kot vhode, tiste na integriranem
vezju pa kot izhode. Pomembno je, da je zaporedje nastavljanja pravilno
in ne pride do kratkega stika.
5. Mikrokrmilnik preko vodila SPI naroči integriranemu vezju, da na izhode
nastavi sledeče vrednosti: 0000, 1111, 1010, 0101.
6. Mikrokrmilnik prebere vrednosti in jih primerja s poslanimi.
4.4 Test branja in pisanja v DPRAM
DPRAM zavzema največ površine od vseh komponent v integriranem vezju in je
kot tak najbolj dovzeten za napake v proizvodnji. Hkrati imajo lahko tovrstne
napake kritične posledice v končnem produktu, če se ne odkrijejo v fazi testiranja.
Sprejeta je bila odločitev, da se spomin popǐse s psevdonaključnimi vrednostmi.
Morebitne zataknjene vrednosti bi odkril tudi popis z ničlami in enicami, tako
pa odkrijemo tudi potencialne napake, ki bi nastale z napačnim naslavljanjem.
Test ponovimo še z invertiranimi logičnimi vrednostmi, da izločimo zataknjene
vrednosti, ki jih nismo našli s prvim prepisom. Gre za najdalǰsi test, ki bi ga do-
datno podalǰsala sprotna generacija psevdnonaključnega niza, zato se ta generira
vnaprej in se shrani v pomnilniku mikrokrmilnika.
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1. Pred začetkom testiranja se izračuna niz psevdo-naključnih vrednosti in se
shrani v spomin mikrokrmilnika.
2. Celoten DPRAM se popǐse in prebere z neinvertiranimi psevdo-naključnimi
vrednostmi preko SPI. Prebrano sporočilo je primerjano s poslanim.
3. Celoten DPRAM se ponovno popǐse in prebere z invertiranimi psevdo-
naključnimi vrednostmi preko SPI. Prebrano sporočilo je primerjano s po-
slanim.
4.5 Testi komunikacije FlexComms
Cilj testov za komunikacijo preko vodila FlexComms je, da se čim bolj približamo
delovanju integriranega vezja v končnem produktu. Tekom procesa testiranja
preizkusimo vse standardne metode komunikacije po vodilu, začenši z najprepro-
steǰsimi. Vrstni red ni naključen, saj bolj zapleteni protokoli pogosto vključujejo
preprosteǰse komunikacijske metode, ki morajo za pravilno izvedbo delovati.
Testiramo sledeče metode:
1. Servisni kanal: Po vodilu pošljemo naslov v registru in podatek, ki se vpǐse
na dani naslov.
2. Pulz za sinhronizacijo: integriranemu vezju naročimo, naj odda pulz za
sinhronizacijo. Z mikrokrmilnikom preverimo, če je bil pulz poslan.
3. Pošiljanje blokov podatkov na ukaz.
4. Ciklično pošiljanje podatkov.
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5 Strojna oprema za testiranje
5.1 Opredelitev kritičnih načrtovalskih zahtev
V podjetju Renishaw d.o.o. vsako načrtovanje izdelka sledi ustaljenemu in stan-
dardiziranemu procesu. To nam narekujejo standardi ISO9001 in EN9100. Ker
gre pri tiskanem vezju za proizvod, ki ima s testiranjem neposreden vpliv na ka-
kovost produkta, je načrtovalski proces strogo definiran. Striktno sledenje stan-
dardom omogoči podjetju vstop na nove trge, kot so avtomobilska in letalska in-
dustrija. Prvi del procesa je opredelitev kritičnih načrtovalskih zahtev. Zapǐsejo
se v dokument, ki gre v pregled celotni ekipi, odgovorni za dotični projekt. V
mojem primeru so bile zahteve naslednje:
21
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5.1.1 Kritične načrtovalske zahteve za delovanje
Tabela 5.1: Kritične načrtovalske zahteve
Parameter Načrtovalska zahteva Verifikacija
VSup(V ) Tiskano vezje se mora na-
pajati iz 24V DC napeto-
sti (standardna DC napetost
prisotna v avtomatskem te-
stirniku), ali prek 5V USB
napajanja (za ročno testira-




ASICSup ASIC se napaja iz 3.3V






ASIC frekvenca ure (MHz) ASIC potrebuje 25 MHz si-
gnal ure, ki ga bo priskrbel
MCU.
Predhodno izmerjeno na ra-
zvojni ploščici.
SPI Frekvenca (MHz) MCU in ASIC morata komu-
nicirati s 50 MHz preko SPI.
Predhodno izmerjeno na ra-
zvojni ploščici.
Sprejem in oddaja signalov
FlexComms
FlexComms diferencialni si-
gnali se morajo prenesti na
drugo ploščico, ali pa jih je
potrebno poslati nazaj do
ASIC-a (loopback).
Pregled shematike.
Meritev toka Merjenje toka na obeh napa-
jalnih linijah za ASIC.
Izmerjeno naknadno.
5.1.2 Fizične načrtovalske zahteve
Tiskano vezje se mora prilegati v avtomatski testirni stroj podjetja Amtec Pro. V
ta namen je bila uporabljena šablona (EUROCIRCUITS STANDARD 4 SMALL-
TESTHANDLER) iz obstoječe Renishaw knjižnice šablon.
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Slika 5.1: Testirni stroj podjetja Amtec Pro
Na ploščico se mora prilegati adapter za bondiranje, ki je povezan s konektor-
jem. Za kasneǰse serijsko testiranje bo razvit nov adapter, ki bo zaradi povečane
obremenitve vakuumskega prijemala pritrjen še s tremi 3.5 mm distančniki.
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Slika 5.2: Adapter za bondiranje
Slika 5.3: Adapter, pritrjen na ploščico
5.2 Shematika 25
5.1.3 Posebne zahteve pri izdelavi
Za zagotovitev kontrolirane impedance linij je bilo potrebno pri proizvajalcu zah-
tevati izdelavo v t. i. ≫Defined Impedance Pool≪. Proizvajalec Eurocircuits v tem
primeru zagotavlja konstantno dielektrično konstanto ϵr. Poleg tega je med zgor-
njim in spodnjim parom bakrenih slojev manǰsi razmak, kar omogoča doseganje
standardnih karakterističnih (50 Ω) in diferencialnih (90 Ω) impedanc s tanǰsimi
linijami.
Slika 5.4: Prečni prerez bakrenih slojev v tiskanem vezju, posnetek zaslona s
strani Eurocircuits.com
5.2 Shematika
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ode balancing capacitors as 
close to the socket as possible on the edge 
of V





35 near pin 1 of  IC
3, 
C
36 near pin 19 of  IC
3, 
C
45 near pin 1 of  IC3,
C
49 near  pin 19 of SK
1,
C
50 near pin 4 of SK
1,
C





PIC201 PIC202 COC2 
PIC301 PIC302 COC3 
PIC401 PIC402 COC4 
PIC501 PIC502 COC5 
PIC601 PIC602 COC6 
PIC701 PIC702 COC7 
PIC801 PIC802 COC8 
PIC901 PIC902 COC9 




PIC1201 PIC1202 COC12 
PIC1301 PIC1302 COC13 
PIC1401 PIC1402 COC14 
PIC1501 PIC1502 COC15 
PIC1601 PIC1602 COC16 
PIC1701 PIC1702 COC17 
PIC1801 PIC1802 COC18 
PIC1901 PIC1902 COC19 
PIC2001 PIC2002 COC20 
PIC2101 PIC2102 COC21 
PIC2201 PIC2202 COC22 
PIC2301 PIC2302 COC23 



























PIC2901 PIC2902 COC29 
PIC3001 PIC3002 COC30 
PIC3101 PIC3102 
COC31 
PIC3201 PIC3202 COC32 
PIC3301 PIC3302 COC33 
PIC3401 PIC3402 COC34 
PIC3501 PIC3502 COC35 




PIC3801 PIC3802 COC38 
PIC3901 PIC3902 COC39 
PIC4301 PIC4302 
COC43 
PIC4501 PIC4502 COC45 
PIC4901 PIC4902 COC49 
PIC5001 PIC5002 COC50 
PIC5401 PIC5402 COC54 
PIC7901 PIC7902 COC79 
PIC8001 PIC8002 COC80 
PIC8101 PIC8102 COC81 
PIC8201 PIC8202 COC82 
PIC8301 PIC8302 COC83 
PIC8401 PIC8402 COC84 
PIC8501 PIC8502 COC85 
PIC8601 PIC8602 COC86 
PIC8701 PIC8702 COC87 
PIC8801 PIC8802 COC88 
PIC8901 PIC8902 COC89 
PIC9001 PIC9002 COC90 
PIC9101 PIC9102 COC91 






























































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































PIR601 PIR602 COR6 
PIR701 PIR702 COR7 
PIR801 PIR802 COR8 
PIR901 PIR902 COR9 




PIR1201 PIR1202 COR12 
PIR1301 PIR1302 COR13 
PIR1401 PIR1402 COR14 



























































































































































































PIC1 0  
PIC1 0  
PIC1 0  
PIC1 0  
PIC1 0  
PIC1 0  
PIC1 0  
PIC1 0  
PIC2 0  
PIC2 0  





























































































































































Prva stran shematike (Slika 5.5) prikazuje povezave med mikrokrmilnikom in
vhodno-izhodnimi enotami: USB (SK4 z ESD zaščito IC10), Ethernet (SK1 z
LAN PHY enoto IC1), dodatni GPIO konektor (PL2) in konektor za programi-
ranje (PL1). Določene povezave na tiskanem vezju delujejo z visoko hitrostjo in
zahtevajo določeno mero pozornosti pri napeljevanju, da se doseže 50 Ω enostran-
ska ter 90 Ω diferencialna upornost. Gre za povezave TD in RD, ki so označene
z ustreznim opozorilom. Prisotna sta dva kvarčna oscilatorja, 25 MHz za LAN
PHY (XT2) in 8 MHz za mikrokrmilnik (XT1). V načrt sta vključena tudi dva
gumba: eden skrbi za ponastavitev mikrokrmilnika (SW1), drugi (SW2) pa nima
strogo definirane vloge. Pull-up upora za I2C (R24 in R35) imata vrednost 4,7
kΩ, ki je bila izbrana z metodo ostrega pogleda. Na izvoru hitrih signalov sem
predvidel 22 Ω upore za terminacijo (R2 do R5).
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I2C slave address: 
1000001
































































































































































































































































































































PIC5501 PIC5502 COC55 
PIC5601 PIC5602 COC56 
PIC5701 PIC5702 COC57 
PIC5801 PIC5802 COC58 
PIC5901 PIC5902 COC59 
PIC6001 PIC6002 COC60 
PIC6101 PIC6102 
COC61 









PIC7601 PIC7602 COC76 
PIC7701 PIC7702 COC77 
PIC7801 PIC7802 COC78 
PIC9301 PIC9302 COC93 
PIC9401 PIC9402 COC94 





































































































































































































PIR2501 PIR2502 COR25 
PIR2701 PIR2702 COR27 
PIR2801 PIR2802 COR28 


















PIR3101 PIR3102 COR31 
PIR3201 PIR3202 COR32 
PIR3401 
PIR3402 COR34 
PIR3601 PIR3602 COR36 
PIR3701 PIR3702 COR37 
PIR3801 PIR3802 COR38 
PIR3901 PIR3902 COR39 
PIR4001 PIR4002 COR40 
PIR4101 PIR4102 COR41 
PIR4201 PIR4202 COR42 
PIR4301 PIR4302 
COR43 
PIR4401 PIR4402 COR44 
PIR4501 PIR4502 COR45 
PIR4601 PIR4602 COR46 
PIR4701 PIR4702 COR47 
PIR4801 PIR4802 COR48 
PIR4901 PIR4902 COR49 
PIR5001 PIR5002 COR50 




































































































































































































PITP201 PITP401 PITP601 PI P 0  
ITR 02
PITR202 

















































Stran 2 shematike (Slika 5.6) prikazuje konektor za priklop adapterja (PL5). Ko-
nektor je bil izbran, saj proizvajalec zagotavlja integriteto signalov do frekvence
nekaj gigahertzov. Zaradi zahtevka po 3,5 mm razmika med tiskanima vezjema
so prisotni tudi trije distančniki (MP1, MP2 in MP3). Pri določenih povezavah
je zaradi hitrih diferencialnih signalov potrebna dodatna pozornost, saj se mora
doseči 90 Ω diferencialne in 50 Ω enostranske upornosti. To so povezave FLC,
RPT in XCONN, ki so označene z diferencialnimi markerji. Previdnost je po-
trebna tudi pri povezavi SPI signalov, ki delujejo s frekvenco 50 MHz, in signala
ure za namensko integrirano vezje s frekvenco 25 MHz. Diferencialne povezave se
zaključijo na signalnih multipleksorjih (IC2 in IC8). Multipleksorja imata vhode
z določeno impedanco, njuna naloga pa je, da signal preneseta nazaj na ASIC, ozi-
roma na drugo ploščico preko vmesnika RJ45 (SK2). Za analizo in razhroščevanje
so na določenih signalih prisotne testne točke.
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Use a crossover 
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PIC5201 PIC5202 COC52 
PIC6301 PIC6302 COC63 
PIC6401 PIC6402 COC64 
PIC6501 PIC6502 COC65 
PIC6601 PIC6602 COC66 
PIC6701 PIC6702 COC67 
PIC6801 PIC6802 COC68 
PIC6901 PIC6902 COC69 
PIC7001 PIC7002 COC70 
PIC7101 PIC7102 COC71 
PIC7201 PIC7202 COC72 
PIC9501 PIC9502 COC95 
PIC9601 PIC9602 COC96 
PIC9701 PIC9702 COC97 
PIC9801 PIC9802 COC98 
PIC9901 PIC9902 COC99 
PIC10001 PIC10002 COC100 PIC10101 PIC10102 COC101 PIC10201 PIC10202 COC102 
PIC10301 PIC10302 COC103 PIC10401 PIC10402 COC104 PIC10501 PIC10502 COC105 










































































































































































































































































































































































































































































































































































































































































































































































































































































5.2.3 Namensko integrirano vezje
Stran 3 (Slika 5.7) prikazuje shematiko za napetostno pretvorbo in oskrbo z elek-
trično energijo. Preklopni napetostni pretvornik (IC9) skrbi za pretvorbo vhodne
napetosti iz 24 V (iz konektorja SK3) na 5 V. Na vhodu so AL kondenzatorji.
5 V napetost lahko ploščica jemlje tudi preko USB: preprosto vezje s FE tranzi-
storjem (TR5) poskrbi, da se ob napetosti na 24 V vhodu USB napajanje izklopi.
Mikrokrmilnik in pomožna integrirana vezja se napajajo iz linearnega regulatorja
LM1117 (IC2). Za napajanje namenskega integriranega vezja pa skrbi preklopni
regulator (IC5). Zaradi zahteve po nastavljivosti izhodnih napetosti je povra-
tna zanka napajalnika speljana skozi mrežo uporov in tranzistorjev, ki jih krmili
mikrokrmilnik. Različne ozemljitve ASIC-a so v interesu zmanǰsanja šuma sklo-
pljene v bližini napetostnega pretvornika.
5.3 Postavitev
5.3.1 Napajanje
Napajalni del vezja je postavljen v spodnjem levem kotu vezja, blizu vhodnih
konektorjev ter daleč od občutljivih komponent.
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Slika 5.8: Napajanje vezja
Pri preklopnem 24-5 V pretvorniku je bilo največ pozornosti namenjene
zmanǰsanju površine zanke visokofrekvenčnega preklopa, ki obsega izhodni kon-
denzator in tuljavo. Napajalna in močnostna ozemljitev sta skladno s priporočili
proizvajalca ločena ter združena v bližini kondenzatorja C77. Čeprav velikih to-
kov ni bilo pričakovati, sem v močnostnem delu vezja uporabil bakrene poligone
za povezovanje. Povratnozančna linija je speljana stran od virov šuma.
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Slika 5.9: 24-5 V napetostni pretvornik
Preklopni napajalnik za namensko integrirano vezje je postavljen v bližino prej
omenjenega pretvornika. Tudi tu je bila glavna prioriteta zmanǰsanje površine
zanke visokofrekvenčnega preklopa. Poseben izziv je predstavljala povratna
zanka, saj naj bi bila po priporočilu proizvajalca čim kraǰsa, zato je bilo potrebno
mrežo uporov in tranzistorjev postaviti blizu preklopnega pretvornika. Blizu sta
postavljena tudi merilna upora ter pripadajoči integrirani vezji za merjenje toka.
Različne veje napajanj in ozemljitev za namensko integrirano vezje so sklopljene
blizu izhodnega kondenzatorja.
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Slika 5.10: Napajanje namenskega integriranega vezja
5.3.2 Ethernet
Najbolj kritičen element pri povezovanju IC1 sta diferencialna para za sprejem
in oddajo Ethernet protokola. Izračun v programu “Saturn PCB Toolkit” je
pokazal, da je za diferencialno impedanco 90 Ω potreben razmik med linijami 0.5
mm in debelina 0.18 mm. Liniji sta enaki po dolžini, za kar poskrbijo vijugice. Pri
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povezovanju na upore za terminacijo sem skušal čim bolje ohraniti simetrijo med
paricama. Tudi para linij za oddajo in sprejem podatkov med mikrokrmilnikom
sta dolžinsko enaka, a zaradi drugih signalov vǐsje prioritete nista speljani na
vrhnji plasti, ki zagotavlja najbolǰso integriteto signala. Integrirano vezje ima
napajanje ločeno prek dušilke, katere izhod je povezan na bakren poligon na
tretji plasti.
Slika 5.11: Sprejemno-oddajna enota za Ethernet
5.3.3 Mikrokrmilnik
Najvǐsjo prioriteto pri povezovanju mikrokrmilnika sta imeli podatkovni liniji
USB, linije SPI do namenskega integriranega vezja, signal ure za namensko in-
tegrirano vezje ter povezava SYNC. Vse omenjene povezave so bile speljane po
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zgornji plasti brez uporabe vij. Kjer je bilo možno, sem med linijami zagoto-
vil primerno razdaljo za zmanǰsanje presluha. Kristalno oscilator sem obdal z
izrezom v bakru, kar naj bi zmanǰsalo propagacijo šuma po ozemljitvi. Konden-
zatorji so postavljeni karseda blizu napajalnih kontaktov. Za lažje povezovanje je
večina linij pod mikrokrmilnikom na zgornji plasti speljana navpično, na spodnji
pa vodoravno.
Slika 5.12: Mikrokrmilnik
5.3.4 Namensko integrirano vezje
Glavna načrtovalska zahteva pri povezovanju adapterja za namensko integrirano
vezje je bila ohranjanje integritete signala na diferencialnih linijah FLC in RPT.
Podobno kot pri Ethernetu je izračun pokazal, da je za diferencialno impedanco
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90 Ω in karakteristično impedanco 50 Ω potreben razmik med linijami 0,5 mm
in debelina 0,18 mm. Med paricami sem ohranjal razdaljo petkratnika debeline
povezave, kjer je bilo to mogoče. Zopet je bilo potrebno poskrbeti, da sta obe
parici enakih dolžin. Kondenzatorji so bili postavljeni karseda blizu konektorju.
Enako velja za kondenzatorje pri multipleksorju, kjer pa je postavitev ovirala
malodane čudna odločitev proizvajalca, da napajalni kontakt umesti med dve di-
ferencialni liniji. Na povezavi SPI je bila smotrna umestitev kontrolnih točk (test
point). Te sicer negativno vplivajo na integriteto signala, zato so nameščene ekvi-
distančno od izvora, kar naj bi bilo delno koristno. Čeprav je bilo to najverjetneje
popolnoma nepotrebno, sem izenačil tudi dolžino SPI linij.
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CAP-NON-POL KEMET 35 01 01
C2, C5, C33, C77,
C79
CAP X7R 1uF 10%
25V
CAP-NON-POL KEMET 5 01 01







CAP-NON-POL KEMET 16 01 01
C9, C10 Cap X5R 2.2uF
10% 25V








CAP-NON-POL KEMET 15 01 01
C23, C24 Cap C0G 15pF 5%
50V
CAP-NON-POL Würth 2 01 01
C25, C26, C27,
C28, C38, C39
Cap C0G 18pF 5%
50V
CAP-NON-POL Würth 6 01 01
C30 Cap X7R 470pF
10% 50V
CAP-NON-POL Würth 1 01 01
C31, C37, C40 Cap X7R 4.7nF
10% 50V
CAP-NON-POL Würth 3 01 01
C44 Cap Tant 22uF
10% 16V
CAP-POL AVX 1 0,73 0,73





10uF, 50V Würth 2 Vzorec2 Vzorec2
C48 CAP C0G 3.3nF
5% 50V
CAP-NON-POL Würth 1 01 01
C53, C73, C74 Filter EMI 4u7F
20% 10V
FEED THRU CAP Würth 3 Vzorec2 Vzorec2
C56, C57 Cap C0G 22pF 5%
50V





Cap X7R 1nF 10%
50V
CAP-NON-POL KEMET 10 01 01
D1 Diode Array ESD
Protection 4A 7V
4Ch
SP3012-04UTG Littelfuse 1 0,63 0,63
1Komponente so bile del različnih načrtovalskih setov, ki ponujajo brezplačno ponovno pol-
nitev.
2Podjetje Renishaw je vključeno v program brezplačnih vzorcev podjetja Würth. Za to se
plačuje letna članarina v vǐsini 10 e.
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D2 LED Green Diffu-
sed 15mcd@20mA
170Deg












IC2, IC8 Xstream(TM) 3.2
Gbps Single Buffe-
red Mux / Demux
Switch, 640 ps




AD8153ACPZ Analog Devices 2 10,55 21,1
IC3 IC Volt Lin Reg
3.3V
LM1117IMPX-3V3 Texas Instruments 1 0,93 0,93
IC4, IC6 IC Bi-
Current/Power
Monitor I2C I/F
INA219B Texas Instruments 2 2,26 4,52

















to 60 V, 1 A,











L1 Ferrite Bead 600R
500mA
FERRITE BEAD Würth 1 Vzorec2 Vzorec2
L2 Ind Ferrite Bead
470R 1A 0.2ohm
IND Würth 1 Vzorec2 Vzorec2
L3 Ind Fix 22uH 20%
1.14A Power
IND SHP Würth 1 Vzorec2 Vzorec2
L4, L5 Ind Fix 4.7uH 10%
1.2A
IND Würth 2 Vzorec2 Vzorec2





M1.6x3.5mm Würth 3 Vzorec2 Vzorec2
PL1 Con Hdr 1 x 6 Pin
2.54mm Str
6WAY-PLUG Amphenol FCI 1 01 01
PL2 HEADER 2x8 16WAY-PLUG Amphenol FCI 1 01 01
PL3, PL4 Con Hdr 1 x 2 Pin
2.54 Str
2WAY-PLUG Amphenol FCI 2 01 01
PL5 36 Pin High Speed
Board to Board
Connector
DF12(3.5)-36DP-0.5V Hirose 1 1,36 1,36
R1, R7, R8, R9,
R10, R20, R52
Res 10K0 1% 50V
100ppm 0.1W
RES-FIX Multicomp 7 01 01
R2, R3, R4, R5 Res 22R 1% 50V
100ppm 0.1W
RES-FIX Multicomp 4 01 01
R6 Res 1K5 1% 50V
100ppm 0.1W
RES-FIX Multicomp 1 01 01
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R11, R22 Res 160R 1% 50v
100ppm 0.1W
RES-FIX Multicomp 2 01 01
R12, R13, R14,
R15
Res 49R9 1% 50V
100ppm 0.1W
RES-FIX Multicomp 4 01 01
R16, R17, R18,
R21
Res 33R 1% 50V
100ppm 0.1W
RES-FIX Multicomp 4 01 01
R19 Res 12K1 1% 75V
50ppm 0.1W
RES-FIX Multicomp 1 01 01
R23, R26, R33 Res 1M00 1% 50V
100ppm 0.1W
RES-FIX Multicomp 3 01 01
R24, R35 Res 4K7 1% 50V
100ppm 0.1W
RES-FIX Multicomp 2 01 01
R25, R31, R48,
R49, R50, R51
Res 100K 1% 50V
100ppm 0.1W
RES-FIX Multicomp 6 01 01
R27 Res 3M30 1% 50V
100ppm 0.1W
RES-FIX Multicomp 1 01 01
R28 Res 330R 1% 50V
100ppm 0.1W
RES-FIX Multicomp 1 01 01
R29 Res 820K 1% 50V
100ppm 0.1W
RES-FIX Multicomp 1 01 01
R30, R34 RES 0R5 1% 0.7V
75PPM 1W
RES-FIX Würth 2 Vzorec2 Vzorec2
R32 Res 20K0 1% 50V
100ppm 0.1W
RES-FIX Multicomp 1 01 01
R36, R37, R41,
R42
Res 10K 0.1% 50V
25ppm 0.063W
RES-FIX Panasonic 4 0,33 1,32
R38 Res 1K5 0.1% 50V
25ppm 0.063W
RES-FIX Panasonic 1 0,47 0,47
R39, R40, R46,
R47
Res 20K 0.1% 50V
25ppm 0.063W
RES-FIX Panasonic 4 0,5 2
R43, R44 Res 12K0 0.1% 75V
25ppm 0.1W
RES-FIX Panasonic 2 0,64 1,28
R45 Res 1K 0.1 % 50V
25ppm 0.063W
RES-FIX Panasonic 1 0,45 0,45
SK1 CON JACK SKT
RJ45 1 PORT R/A
RJ45 J3YG Würth 1 Vzorec2 Vzorec2
SK2 Con Jack Skt RJ45
8W 1 Port R/A
Black
RJ45 Würth 1 Vzorec2 Vzorec2
SK3 Terminal Block 2
Pin 2.54mm RA
TH
2WAY-SKT-2NC Würth 1 Vzorec2 Vzorec2
SK4 USB 2.0 B 4W Skt
RA
4WAY-SKT-2SHIELD Würth 1 Vzorec2 Vzorec2
SW1, SW2 Sealed Bush Push
Switch 4mm SM





BSS138 On Semiconductor 4 0,15 0,6
TR5 Trans P-FET 30V
1.5A FDN358P
FDN358P On Semiconductor 1 0,33 0,33
XT1 Crystal 8MHz
20ppm 18pF
XTAL-2GND Abracon 1 0,6 0,6
XT2 Crystal 25MHz,
12pF, 10ppm
SMX4 ECS 1 0,35 0,35
SKUPAJ [e] 60,17
5.5 Strošek izdelave
Zaradi kontrolirane impedance vezja je bil strošek izdelave tiskanine nekoliko vǐsji,
kot bi bil ob naročilu stanadardnega štirislojnega vezja. Kot se pogosto zgodi,
smo prijeli eno tiskanino več od naročenega števila. Veliko število komponent je
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narekovalo tudi izdelavo šablone. Kljub temu je samo polaganje elementov na
tiskanino vzelo približno tri ure.
Tabela 5.3: Strošek izdelave
Postavka Količina Cena na enoto [e] Cena skupaj [e]
Izdelava tiskanine 4 54,47 217,88
Poštnina 1 6,57 6,57
Šablona 1 31,19 31,19
Skupaj [e] 255,64
6 Programska oprema za testiranje
6.1 Konfiguracija mikrokrmilnika
Podjetje STMicroelectronics za konfiguracijo svojih mikrokrmilnikov ponuja
orodje STM32CubeMX. Gre za grafični vmesnik, ki uporabniku glede na izbran
mikrokrmilnik omogoča konfiguracijo vse strojne in programske periferije, kot
tudi nastavitev ure. Orodje da uporabniku dober pregled nad vsemi vhodno-
izhodnimi vmesniki procesorja, kar olaǰsa načrtovanje končnega produkta. Po
končani konfiguraciji orodje zgenerira kodo, ki pa je zaradi univerzalne upo-
rabe istih knjižnic na celotni proizvajalčevi liniji mikrokrmilnikov lahko okorna
in počasna. V praksi to pomeni nekoliko dalǰse zaganjanje mikrokrmilnika, kar
pa za mojo končno aplikacijo ni predstavljalo težav.
6.1.1 Konfiguracija ure in časovnikov
Zavihek Clock configuration v orodju CubeMX odpre drevo propagacije ure. Na
prvi pogled gre za veliko zmešnjavo nepreglednih signalov, a nas v praksi zanima
le izvor ure in vrednost frekvence, ki jo prejme mikrokrmilnik in njegova perife-
rija. Kot izvor ure se uporablja kvarčni oscilator s frekvenco 8 MHz, ki je prek
večih množilnikov in delilnikov ure pripeljan do jedra procesorja in različnih peri-
fernih ur. V moji konfiguraciji sem nastavil nastavitev frekvence jedra, frekvenco
periferne ure APB1, ki je vezana na hitrost delovanja komunikacije SPI, in fre-
kvenco periferne ure APB2, ki preko PWM krmilnika generira uro za namensko
integrirano vezje.
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Slika 6.1: Shema drevesa ure
6.1.2 Konfiguracija periferije mikrokrmilnika
V orodju CubeMX se periferija za zunanjo komunikacijo nastavlja grafično, za
samo nastavljanje registrov pa nato poskrbi generator kode. To zelo pohitri pro-
gramiranje, sploh ko načrtovalec ne pozna dotičnega mikrokrmilnika. V mojem
primeru sem grafično nastavil parametre za vodila SPI, I2C, USB in Ethernet.
Pri zadnjih treh sem komunikacijo brez težav vzpostavil v nekaj minutah, nekaj
težav pa se je pojavilo pri protokolu SPI. Problem je nastal v krmiljenju signala
SS n, saj so specifikacije namenskega integriranega vezja narekovale, da se mora
signal po koncu prenosa vrniti v začetno stanje. To je v neskladju s standardom
podjetja Motorola, kjer lahko signal SS n lahko v nizkem stanju ostane poljubno
dolgo. Težava je bila rešena z ročnim krmiljenjem signala preko izhoda GPIO.
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6.1.3 Konfiguracija operacijskega sistema v realnem času
V orodje CubeMX je vgrajena prozivajalčeva implementacija odprtokodnega ope-
racijskega sistema FreeRTOS. Že samo orodje omogoča osnovno konfiguracijo. V
njem sem ustvaril naloge, jim določil prioriteto ter navedel funkcijo, ki jo posa-
mezna naloga zažene. Vklopil sem možnost, da lahko naloga z vǐsjo prioriteto
prekine drugo z nižjo. Poleg tega sem povečal količino spomina, ki je na voljo
nalogi za testiranje.
6.2 Knjižnica za komunikacijo preko vodila SPI
Pomemben korak v pisanju programske opreme za testiranje je bilo pisanje
knjižnice, ki omogoča enostavno komunikacijo z namenskim integriranim vezjem
preko protokola SPI. Delovanje krmilnika SPI v integriranem vezju je opisano v
poglavju 3.1. Pred pošiljanjem in branjem je bilo potrebno ročno nastaviti signal
SS n, ki oznanjuje pričetek komunikacije. Zatem pošljemo glavo sporočila, ki in-
tegriranemu vezju pove, katero operacijo (branje oziroma pisanje) bomo izvajali.
Šele nato sledi branje ali pisanje sporočila. Sam prenos sporočila ni vezan na uro
mikrokrmilnika, saj je v celoti vezan na signal ure SPI, zato morebitne kraǰse
prekinitve v pošiljanju niso kritične.
6.2.1 Pisanje preko vodila SPI
1 /**
2 * @br ie f This func t i on wr i t e s the s p e c i f i e d l ength o f data to a s p e c i f i e d
system r e g i s t e r address
3 *
4 * @param address The s t a r t address to which data i s wr i t t en
5 * @param number Number o f bytes to wr i t e
6 * @param data Pointer to the data to be wr i t t en
7 */
8
9 void s p i f l e x h a l w r i t e ( u i n t 32 t address , u i n t 32 t number , u i n t 8 t *data )
10 {
11 /* a s s e r t i f address i s ou t s id e 22=b i t mask */
12 a s s e r t ( ! ( address & FCSPI ADR MASK) ) ;
13
14 /* Set command b i t s to 1 */
15 u i n t 8 t cmd = CMD RECEIVE | ( address >> 16) ;
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16
17 /* Set up header s t r u c tu r e */
18 u i n t 8 t writeMessage [ SPIFLEX HEADER SIZE ] = { cmd , address >> 8 ,
19 address & 0 x f f , ( u i n t 16 t ) ( number = 1) >> 8 , number = 1 } ;
20
21 /* Set SS\ n to LOW */
22 HAL GPIO WritePin ( SPI N SS GPIO Port , SPI N SS Pin , 0) ;
23
24 /* send header */
25 HAL SPI Transmit (SPI HANDLE, writeMessage , SPIFLEX HEADER SIZE ,
26 SPIFLEX DEFAULT TIMEOUT) ;
27
28 /* send message */
29 HAL SPI Transmit (SPI HANDLE, data , number , SPIFLEX DEFAULT TIMEOUT) ;
30
31 /* Set SS\ n to HIGH */
32 HAL GPIO WritePin ( SPI N SS GPIO Port , SPI N SS Pin , 1) ;
33 }
Funkcija za pisanje se začne z ukazom assert, ki preverja, če je naslov 22-bitna
spremenljivka. Zatem začnemo sestavljati sporočilo glave. Pri tem se spopadamo
z naslednjimi težavami:
 Elementa naslova (ADR) in ukaza (CMD) sta nestandardnih velikosti in ju
je potrebno združevati z bitnimi logičnimi operacijami.
 Večbitni podatki v glavi so strukturirani tako, da so po pomembnosti pa-
dajoči (ang. big endian), serija mikrokrmilnikov STM32H7 pa uporablja
nasprotni način shranjevanja (ang. little endian) [10].
Glava je torej sestavljena iz dveh bitov ukaza (CMD), kateremu je pripetih 6
najbolj pomembnih bitov naslova (ADR). Ker smo pred tem pognali ukaz assert,
vemo, da sta na mestih naslova 23 in 24 logični ničli, tako da lahko spremen-
ljivki združimo z bitno logično operacijo ALI. Skupek postavimo na prvo mesto v
strukturi z velikostjo petih bajtov. Na drugo in tretje mesto postavimo preosta-
nek naslova, na četrto in peto pa število poslanih bajtov s spremenjenim vrstnim
redom. Signal SS n ročno postavimo v logično nizko stanje, zatem pa pošljemo
glavo sporočila. Temu sledi še samo sporočilo, na koncu pa signal SS n ročno
vrnemo v visoko logično stanje.
V vseh primerih so uporabljene visokonivojske funkcije HAL. Iz vidika
učinkovitosti izvajanja programa gre sicer za slabo prakso, saj gre za časovno po-
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tratne funkcije. Tekom pisanja kode sem sicer preizkušal tudi možnost pošiljanja
z neposrednim pisanjem v registre SPI krmilnika, a časovni prihranki niso bili
dovolj veliki, da bi se tovrstna implementacija izplačala. V prid HAL funkcijam
pa je pretehtalo tudi dejstvo, da je sam testni program do velike mere prenosljiv
v celotnem STM32 strojnem okolju.
6.2.2 Branje preko vodila SPI
1 /**
2 * @br ie f This func t i on reads the s p e c i f i e d l ength o f data from a
s p e c i f i e d system r e g i s t e r address
3 *
4 * @param address The s t a r t address from which data i s read
5 * @param number Number o f bytes to read
6 * @param data Pointer where the read data should be s to r ed
7 */
8
9 void s p i f l e x h a l r e a d ( u i n t 32 t address , u i n t 32 t number , u i n t 8 t *data )
10 {
11 /* s e t command b i t s */
12 u i n t 8 t cmd ;
13 u in t 16 t num;
14 num = number = 1 ;
15
16 /* a s s e r t i f address i s ou t s id e 22=b i t mask */
17 a s s e r t ( ! ( address & FCSPI ADR MASK) ) ;
18 a s s e r t ( ! ( num & FCSPI NUM MASK) ) ;
19
20 switch (number )
21 {
22 case 1 :
23 {
24 cmd = CMD SEND 1 BYTE;
25 break ;
26 }
27 case 2 :
28 {
29 cmd = CMD SEND 2 BYTES;
30 break ;
31 }
32 d e f au l t :
33 {
34 cmd = CMD SENDMORE BYTES;
35 }
36 }
37 cmd |= address >> 16 ;
38
39 /* Set up header s t r u c tu r e */
40 u i n t 8 t writeMessage [ SPIFLEX HEADER SIZE ] = { cmd , address >> 8 ,
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41 address & 0 x f f , ( u i n t 16 t ) num >> 8 , num } ;
42
43 /* Set SS\ n to LOW */
44 HAL GPIO WritePin ( SPI N SS GPIO Port , SPI N SS Pin , 0) ;
45
46 /* send header */
47 HAL SPI Transmit (SPI HANDLE, writeMessage , SPIFLEX HEADER SIZE ,
SPIFLEX DEFAULT TIMEOUT) ;
48
49 /* Receive message */
50 HAL SPI Receive (SPI HANDLE, data , number ,
SPIFLEX DEFAULT TIMEOUT) ;
51
52 /* Set SS\ n to HIGH */
53 HAL GPIO WritePin ( SPI N SS GPIO Port , SPI N SS Pin , 1) ;
54 }
Operacija branja preko vodila SPI je podobna operaciji pisanja. Soočamo
se z enakimi problemi glede velikosti in vrstnega reda spremenljivk, tokrat pa
moramo nastaviti še spremenljivko CMD glede na število bajtov, ki jih želimo
prebrati. To opravimo s programskim ukazom switch. Samo branje je zopet
prepuščeno visokonivojskim knjižnicam HAL, ki, sodeč po preizkusih opravljenih
z osciloskopom, svoje delo opravijo zelo dobro. Tudi pri večji količini poslanih
podatkov je branje potekalo tekoče in brez prekinitev.
6.3 Operacijski sistem
Za implementacijo operacijskega sistema v realnem času sem izbral jedro Fre-
eRTOS. Gre za najbolj razširjen tovrsten operacijski sistem v mikrokrmilnǐskem
svetu, zato ne preseneča, da je njegova izvedba za okolje STM32 že vgrajena v
programu CubeMX. V programu potekajo trije procesi:
1. Proces za branje vhodnih podatkov: Ima najvǐsjo prioriteto in se
izvede na vsakih 10 milisekund, ne glede na dogajanje v ostalih procesih.
Med izvajanjem preveri, če je sistem prejel nov ukaz in ga izvrši.
2. Proces za testiranje: Sproži ga proces za branje vhodnih podatkov in ima
nižjo prioriteto. Izvede celotno testiranje, pred koncem pa zažene proces za
izpis podatkov.
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3. Proces za izpis podatkov: Ima enako prioriteto kot proces za testiranje.
Zažene izpis podatkov skozi izbrani komunikacijski kanal. Ko se konča, je
testni sistem v stanju mirovanja, dokler preko vhoda ne pride nov ukaz za
testiranje.
proces Branje IDLE Branje Testiranje Branje Testiranje Izpis IDLE Branje
Slika 6.2: Primer delovanja procesov
6.4 Shranjevanje rezultatov
Za hranjenje rezultatov testiranja sem definiral podatkovno strukturo test results.
V njej se med testiranjem hranijo vsi podatki, s katerimi se preverja ustreznost
integriranega vezja. To omogoča rekonstrukcijo razloga za morebitno zavrnitev
čipa in nam na podlagi statističnih metod dovoljuje izvajanje pregleda nad kako-
vostjo proizvodnje. Izjemoma se pri testiranju pomnilnika DPRAM hrani samo
število koruptiranih podatkov, saj bi bilo shranjevanje celotne slike pomnilnika
prostorsko potratno.
1 typede f s t r u c t
2 {
3 /* I n i t a l i s a t i o n */
4 u in t 16 t in itReadback [ INIT MSG SIZE ] ;
5 bool i n i tPa s s ;
6 /* Se rv i c e channel t e s t */
7 u i n t 8 t SC contro lStatus ;
8 u i n t 8 t SC TX header [MGR FRAME SIZE ] ;
9 u i n t 8 t SC RX header [MGR FRAME SIZE ] ;
10 bool serv iceChanne lPass ;
11 /* sync t e s t */
12 bool syncPulseDetected ;
13 u i n t 8 t s yn c c on t r o l s t a t u s ;
14 bool syncPass ;
15 /* Command/ response t e s t */
16 u in t 16 t crNonInverted [CR BLOCK LENGTH] ;
17 u in t 16 t c r Inve r t ed [CR BLOCK LENGTH] ;
18 bool commandResponsePass ;
19 /* Process data t e s t */
20 u i n t 8 t pd rx map status ;
21 u i n t 8 t pd rx sync s t a tu s ;
22 bool pd syncDetected ;
23 u in t 16 t pd rece i ved [PROCESS DATA LENGTH] ;
24 bool processDataPass ;
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25 /* DPRAM te s t */
26 u in t 32 t errorCount ;
27 bool dpramPass ;
28 /* GPIO t e s t */
29 u in t 32 t gp io readValues [GPIO PINS TOTAL ] ;
30 u in t 32 t gp io wr i t t enVa lue s [GPIO PINS TOTAL ] ;
31 bool gpioPass ;
32 /* Cummulative Pass/ Fa i l */
33 bool a l lPa s s ;
34 } t e s t r e s u l t s ;
Spremenljivko tipa testResults sem definiral kot globalno. To omogoča te-
stnim funkcijam pisanje vrednosti in rezultatov. Za primer navajam funkcijo za
testiranje branja signalov GPIO:
1 /* Drive GPIO from ASIC */
2 f o r ( i n t i = 0 ; i < GPIO PINS TOTAL ; i++)
3 {
4 pinInput = 0 ;
5 tmpWrite = wr i teValues [ i ] ;
6
7 s p i f l e x h a l w r i t e 3 2 (GPIO OUTPUT ADDRESS, tmpWrite ) ;
8
9 /*HAL Delay (1 ) ; */
10 pinInput |= (HAL GPIO ReadPin(GPIO 0 GPIO Port , GPIO 0 Pin ) <<
0) ;
11 pinInput |= (HAL GPIO ReadPin(GPIO 1 GPIO Port , GPIO 1 Pin ) <<
1) ;
12 pinInput |= (HAL GPIO ReadPin(GPIO 2 GPIO Port , GPIO 2 Pin ) <<
2) ;
13 pinInput |= (HAL GPIO ReadPin(GPIO 3 GPIO Port , GPIO 3 Pin ) <<
3) ;
14
15 /* Only check the bottom 4 b i t s */
16 testData = wri teValues [ i ] & 0x0F ;
17
18 /* Log value */
19 t e s tRe su l t s . gp i o wr i t t enVa lue s [ i ] = pinInput ;
20
21 i f ( pinInput == testData )
22 {
23 PassFa i l = PassFa i l && 1 ;
24 }
25 e l s e
26 {
27 PassFa i l = 0 ;
28 }
29 }
V spremenljivko testResults se torej zapǐsejo vse vrednosti prebranih izhodov
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kot tudi rezultat samega testa.
6.4.1 Serializacija podatkov
Podatkovno strukturo testnih rezultatov je potrebno pred pošiljanjem pretvoriti v
obliko, ki bo berljiva v drugačnem računalnǐskem okolju. Obstaja vrsta formatov
za podatkovno serializacijo s svojimi prednostmi in slabostmi [11]. Odločil sem
se za podatkovni format JavaScript Object Notation (JSON), k odločitvi pa so
pripomogli sledeči dejavniki:
 človeško berljiva sintaksa,
 vgrajena podpora v programski jezik Python,
 veliko število odprtokodnih knjižnic za programski jezik C,
 prostorska nezahtevnost,
 pozitivne izkušnje iz preteklih projektov.
Za serializacijo podatkov na mikrokrmilniku je bila uporabljena odprtokodna
knjižnica Frozen za programski jezik C [12]. V funkciji za beleženje rezultatov
sem definiral statično spremenljivko velikosti 5000 bajtov z imenom logData, ki
je služila za shranjevanje serializiranih podatkov. Sledilo je sekvenčno klicanje
funkcije jsonPrintf za vsak vnos rezultatov, pri čemer je knjižnica sama poskrbela
za formatiranje seznamov.
1 s t a t i c char logData [ 5 0 0 0 ] ;
2 s t a t i c s t r u c t j s on ou t jsonOut = JSON OUT BUF( logData , s i z e o f ( logData ) ) ;
3
4 t e s tRe su l t s . a l lPa s s = t e s tRe su l t s . i n i tPa s s & t e s tRe su l t s . s e rv iceChanne lPass &
t e s tRe su l t s . syncPass & t e s tRe su l t s . commandResponsePass & t e s tRe su l t s .
processDataPass & t e s tRe su l t s . dpramPass & t e s tRe su l t s . gpioPass ;
5
6 jsonOut . u . buf . l en = 0 ; /* r e s e t JSON wr i t i ng po s i t i o n */
7
8 /* Al lpas s and i n i t */
9 j s o n p r i n t f (&jsonOut , ”{ a l lPa s s : %B, i n i t : {pass : %B, ” , t e s tRe su l t s . a l lPas s ,
t e s tRe su l t s . i n i tPa s s ) ;
10 j s o n p r i n t f (&jsonOut , ” in itReadback : %M} , ” , j s o n p r i n t f a r r a y , t e s tRe su l t s .
initReadback , s i z e o f ( t e s tRe su l t s . in itReadback ) , s i z e o f ( t e s tRe su l t s .
in itReadback [ 0 ] ) , ”%hu” ) ;
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11 /* s e r v i c e chane l */
12 j s o n p r i n t f (&jsonOut , ” se rv i ceChanne l : {pass : %B, con t r o l S t a tu s : %lu , ” ,
t e s tRe su l t s . serv iceChannelPass , t e s tRe su l t s . SC contro lStatus ) ;
13 j s o n p r i n t f (&jsonOut , ”TX header : %M, ” , j s o n p r i n t f a r r a y , t e s tRe su l t s .
SC TX header , s i z e o f ( t e s tRe su l t s . SC TX header ) , s i z e o f ( t e s tRe su l t s .
SC TX header [ 0 ] ) , ”%hhu” ) ;
14 j s o n p r i n t f (&jsonOut , ”RX header : %M} , ” , j s o n p r i n t f a r r a y , t e s tRe su l t s .
SC RX header , s i z e o f ( t e s tRe su l t s . SC RX header ) , s i z e o f ( t e s tRe su l t s .
SC RX header [ 0 ] ) , ”%hhu” ) ;
15 /* Sync */
16 j s o n p r i n t f (&jsonOut , ” sync : {pass : %B, pul seDetected : %B, con t r o l S t a tu s : %d} , ” ,
t e s tRe su l t s . syncPass , t e s tRe su l t s . syncPulseDetected , t e s tRe su l t s .
s yn c c on t r o l s t a t u s ) ;
17 /* Command/Response */
18 j s o n p r i n t f (&jsonOut , ”commandResponse : {pass : %B, ” , t e s tRe su l t s .
commandResponsePass ) ;
19 j s o n p r i n t f (&jsonOut , ” crNonInverted : %M, ” , j s o n p r i n t f a r r a y , t e s tRe su l t s .
crNonInverted , s i z e o f ( t e s tRe su l t s . crNonInverted ) , s i z e o f ( t e s tRe su l t s .
crNonInverted [ 0 ] ) , ”%hu” ) ;
20 j s o n p r i n t f (&jsonOut , ” c r Inve r t ed : %M} , ” , j s o n p r i n t f a r r a y , t e s tRe su l t s .
c r Inver ted , s i z e o f ( t e s tRe su l t s . c r Inve r t ed ) , s i z e o f ( t e s tRe su l t s . c r Inve r t ed
[ 0 ] ) , ”%hu” ) ;
21 /* Process data */
22 j s o n p r i n t f (&jsonOut , ” processData : {pass : %B, pd rx map status : %d ,
pd rx sync s t a tu s : %d , pd syncDetected : %B, ” , t e s tRe su l t s . processDataPass ,
t e s tRe su l t s . pd rx map status , t e s tRe su l t s . pd rx sync s ta tu s , t e s tRe su l t s .
pd syncDetected ) ;
23 j s o n p r i n t f (&jsonOut , ” pd rece i ved : %M} , ” , j s o n p r i n t f a r r a y , t e s tRe su l t s .
pd rece ived , s i z e o f ( t e s tRe su l t s . pd r ec e i ved ) , s i z e o f ( t e s tRe su l t s . pd r ec e i ved
[ 0 ] ) , ”%hu” ) ;
24 /* DPRAM */
25 j s o n p r i n t f (&jsonOut , ”dpram : {pass : %B, errorCount : %d} , ” , t e s tRe su l t s .
dpramPass , t e s tRe su l t s . errorCount ) ;
26 /* GPIO */
27 j s o n p r i n t f (&jsonOut , ” gpio : {pass : %B, ” , t e s tRe su l t s . gpioPass ) ;
28 j s o n p r i n t f (&jsonOut , ” gp io readValues : %M, ” , j s o n p r i n t f a r r a y , t e s tRe su l t s .
gp io readValues , s i z e o f ( t e s tRe su l t s . gp io readValues ) , s i z e o f ( t e s tRe su l t s .
gp io readValues [ 0 ] ) , ”%d” ) ;
29 j s o n p r i n t f (&jsonOut , ” gp io wr i t t enVa lue s : %M}}\4” , /* Append EOT */
30 j s o n p r i n t f a r r a y , t e s tRe su l t s . gp io wr i t t enVa lues , s i z e o f ( t e s tRe su l t s .
gp io wr i t t enVa lue s ) , s i z e o f ( t e s tRe su l t s . gp i o wr i t t enVa lue s [ 0 ] ) , ”%d” ) ;
Izpis serializiranih in formatiranih podatkov je sledeč:
1 {
2 ” a l lPa s s ” : true ,
3 ” i n i t ” : {
4 ” pass ” : true ,
5 ” initReadback ” : [ 1 8 , 0 , 1 , 16 , 16 , 16 , 16 , 128 , 128 , 762 , 61568 ,
0 , 32 , 0 , 0 , 0 , 0 , 0 , 0 , 0 , 0 , 2336 , 4096 , 0 , 0 , 1 , 128 ,
2816 , 3072 , 0 , 0 , 0 ]
6 } ,
7 ” se rv i ceChanne l ” : {
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8 ” pass ” : true ,
9 ” con t r o l S t a tu s ” : 1 ,
10 ”TX header” : [ 1 , 0 , 0 , 0 , 35 , 1 , 32 , 9 , 0 , 0 , 0 , 0 , 0 , 0 , 0 , 0 ] ,
11 ”RX header” : [ 1 , 0 , 0 , 0 , 18 , 0 , 0 , 0 , 0 , 0 , 0 , 0 , 0 , 0 , 0 , 0 ]
12 } ,
13 ” sync” : {
14 ” pass ” : true ,
15 ” pul seDetected ” : true ,
16 ” con t r o l S t a tu s ” : 2
17 } ,
18 ”commandResponse” : {
19 ” pass ” : true ,
20 ” crNonInverted ” : [ 0 , 1 , 2 , 3 , 4 , 5 , 6 , 7 , 8 , 9 , 10 , 11 , 12 , 13 ,
14 , 15 , 16 , 17 , 18 , 19 , 20 , 21 , 22 , 23 , 24 , 25 , 26 , 27 , 28 ,
29 , 30 , 31 , 32 , 33 , 34 , 35 , 36 , 37 , 38 , 39 , 40 , 41 , 42 , 43 ,
44 , 45 , 46 , 47 , 48 , 49 , 50 , 51 , 52 , 53 , 54 , 55 , 56 , 57 , 58 ,
59 , 60 , 61 , 62 , 63 , 64 , 65 , 66 , 67 , 68 , 69 , 70 , 71 , 72 , 73 ,
74 , 75 , 76 , 77 , 78 , 79 , 80 , 81 , 82 , 83 , 84 , 85 , 86 , 87 , 88 ,
89 , 90 , 91 , 92 , 93 , 94 , 95 , 96 , 97 , 98 , 99 , 100 , 101 , 102 ,
103 , 104 , 105 , 106 , 107 , 108 , 109 , 110 , 111 , 112 , 113 , 114 ,
115 , 116 , 117 , 118 , 119 , 120 , 121 , 122 , 123 , 124 , 125 , 126 ,
127 ] ,
21 ” c r Inve r t ed ” : [ 65535 , 65534 , 65533 , 65532 , 65531 , 65530 , 65529 ,
65528 , 65527 , 65526 , 65525 , 65524 , 65523 , 65522 , 65521 ,
65520 , 65519 , 65518 , 65517 , 65516 , 65515 , 65514 , 65513 ,
65512 , 65511 , 65510 , 65509 , 65508 , 65507 , 65506 , 65505 ,
65504 , 65503 , 65502 , 65501 , 65500 , 65499 , 65498 , 65497 ,
65496 , 65495 , 65494 , 65493 , 65492 , 65491 , 65490 , 65489 ,
65488 , 65487 , 65486 , 65485 , 65484 , 65483 , 65482 , 65481 ,
65480 , 65479 , 65478 , 65477 , 65476 , 65475 , 65474 , 65473 ,
65472 , 65471 , 65470 , 65469 , 65468 , 65467 , 65466 , 65465 ,
65464 , 65463 , 65462 , 65461 , 65460 , 65459 , 65458 , 65457 ,
65456 , 65455 , 65454 , 65453 , 65452 , 65451 , 65450 , 65449 ,
65448 , 65447 , 65446 , 65445 , 65444 , 65443 , 65442 , 65441 ,
65440 , 65439 , 65438 , 65437 , 65436 , 65435 , 65434 , 65433 ,
65432 , 65431 , 65430 , 65429 , 65428 , 65427 , 65426 , 65425 ,
65424 , 65423 , 65422 , 65421 , 65420 , 65419 , 65418 , 65417 ,
65416 , 65415 , 65414 , 65413 , 65412 , 65411 , 65410 , 65409 ,
65408 ]
22 } ,
23 ” processData ” : {
24 ” pass ” : true ,
25 ” pd rx map status ” : 1 ,
26 ” pd rx sync s t a tu s ” : 2 ,
27 ” pd syncDetected ” : true ,
28 ” pd rece i ved ” : [ 128 , 129 , 130 , 131 , 132 , 133 , 134 , 135 , 136 ,
137 , 138 , 139 , 140 , 141 , 142 , 143 ]
29 } ,
30 ”dpram” : {
31 ” pass ” : true ,
32 ” errorCount ” : 0
33 } ,
34 ” gpio ” : {
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35 ” pass ” : true ,
36 ” gp io readValues ” : [ 0 , 15 , 5 , 1 0 ] ,
37 ” gp io wr i t t enVa lue s ” : [ 0 , 15 , 5 , 10 ]
38 }
39 }
Opomba: zgoraj prikazani podatki so bili olepšani s programom Notepad++
in vtičnikom JSTool. Dejanski poslani podatki ne vsebujejo presledkov in novih
vrstic, kar prihrani nekaj bajtov prostora.
6.5 Komunikacija
Podatke lahko mikrokrmilnik pošilja in prejema prek treh komunikacijskih pro-
tokolov:
 UART: Asinhrona povezava s hitrostjo 115200 baudov, brez preverjanja
paritete.
 USB: Uporablja se protokol USB CDC, pri katerem se mikrokrmilnik
računalniku prikaže kot naprava, ki komunicira po protokolu RS232. Ta
način se uporablja pri neposredni komunikaciji z računalnikom.
 TCP: Implementiran je z uporabo odprtokodnega sklada lwIP (lightweight
IP), oziroma z implementacijo le-tega v razvojnem okolju CubeMX. Tovr-
sten način komuniciranja je še posebej primeren za produkcijsko testiranje,
kjer lahko med testno ploščico in strežnikom za beleženje obstaja preceǰsnja
fizična razdalja.
6.6 Zapis in hranjenje podatkov
Ves čas testiranja na strežniku teče program, napisan v jeziku Python. Ta opra-
vlja naslednje naloge:
 vzpostavi povezavo s podatkovno bazo na oddaljenem strežniku ali v oblaku,
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 sprejema podatke preko serijske ali TCP povezave,
 prebere poslan zapis v JSON formatu, ga dekodira in obdela,
 podatke zapǐse v podatkovno bazo.
Povezava iz okolja Python s podatkovno bazo je vzpostavljena z modulom
pyodbc [13]. Po namestitvi primernega gonilnika je vzpostavitev povezave eno-
stavna:
1 #Get the connect ion by par s ing parameters to the s t r i n g
2 s e l f . cnxn = pyodbc . connect ( ’ Dr iver={ODBC Driver 17 f o r SQL Server } ; Server=%s ;
Database=%s ; Trusted Connect ion=yes ; ’ %( s e l f . s e rver , s e l f . database ) )
3
4 #Get the cur so r and wr i t e i t to the c l a s s
5 s e l f . cu r so r = s e l f . cnxn . cur so r ( )
Program lahko podatke sprejema preko serijske povezave, kjer se uporablja
vgrajena knjižnica serial, ali preko TCP, kjer se uporablja knjižnica Socket.
V obeh primerih ne vemo natančne dolžine sporočila, ki ga prejemamo, zato je
potrebno brati vsak prejet znak posebej. Ko prejmemo znak EOT (numerična
vrednost 4 v ASCII tabeli, ki označuje konec prenosa), lahko prejem prekinemo.
1 ##\ingroup dbLib
2 #Recievs a message over TCP conta in ing t e s t r e s u l t s
3 #
4 #\param conn [ Socket ] :
5 #<ul>
6 #< l i >Test board socket</ l i>
7 #</ul>
8 #
9 #\param eot [ Byte ] :
10 #<ul>
11 #< l i >Message te rminat ion character , b ’\4 ’ by de fau l t </ l i>
12 #</ul>
13 #
14 #\param timeout [ Int ] :
15 #<ul>
16 #< l i >t imeout in seconds , 0 d i s a b l e s timeout , d i s ab l ed by de fau l t </ l i>
17 #</ul>
18 #
19 #\ r e turn tcpRecieved [ S t r ing ] :
20 #<ul>
21 #< l i >Recieved message , 0 i f timed out</ l i>
22 #</ul>
23 de f t c p r e c i e v e ( s e l f , conn , eot = b ’ \4 ’ , t imeout = 0) :
24 t0 = time . time ( )
25 tcpRecieved = ””
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26
27 #I n f i n i t e loop un t i l eot cha rac t e r i s found
28 whi l e (True ) :
29 #Receive one cha rac t e r
30 rec ievedChar = conn . recv (1 )
31
32 #Check i f i t matches the eot s p e c i f i e d
33 i f rec ievedChar == eot :
34 break
35
36 #Check i f the connect ion timed out
37 i f ( ( ( time . time ( ) = t0 ) > t imeout ) and timeout ) :
38 p r i n t ( ” timeout ” )
39 re turn 0
40
41 #Decode and add to s t r i n g
42 tcpRecieved = tcpRecieved + rec ievedChar . decode ( ” utf=8” )
43
44 re turn tcpRecieved
Na tej točki hranimo vse podatke testiranja v tekstovni obliki. Da lahko do
njih lažje dostopamo, uporabimo vgrajeno knjižnico JSON, ki podatke razvrsti
tako, da jih lahko beremo z njihovimi indeksi:
1 #De s e r i a l i z e the JSON t e s t r epo r t i n to a d i c t i ona ry
2 s e l f . TestReport = j son . l oads ( s e l f . tcpRecieved )
Tako razvrščene podatke preprosto vpǐsemo v podatkovno bazo. Ob tem je
nujno poznavanje osnovne SQL sintakse:
1 #In s e r t data in to the t e s t i n g r epo r t
2 sqlStr ingTR = ”INSERT INTO db owner . Test ingReport ( [ DeviceNumber ] , [
ProjectID ] , [ BatchNumber ] , [ Operator ] , [ StartTime ] , [ EndTime ] , [
PassFa i l ] , [ THVersion ] ) VALUES (%d , %d , ’%s ’ , ’%s ’ , ’%s ’ , ’%s ’ , %i ,
’%s ’ ) ; ” \
3 % ( s e l f . DeviceNumber , s e l f . projectID , s e l f . batchN , s e l f . operator , s e l f .
StartTime , s e l f . EndTime , s e l f . TestReport [ ” a l lPa s s ” ] , s e l f . ThVersion )
4 s e l f . cu r so r . execute ( sqlStr ingTR )
5 s e l f . cnxn . commit ( )
Na oddaljenem strežniku je postavljena podatkovna baza različice Microsoft
SQL Server. Ta je strukturirana relacijsko: za vsako testirano napravo se ustvari
vrstica v glavni tabeli. V njo se zapǐsejo ključne informacije, kot so datum testi-
ranja, številka serije naprave ter ime inženirja, odgovornega za testiranje. Vsaki
napravi se dodeli številka, ta pa služi kot ključ za povezovanje z drugimi tabelami.
Za vsak test je ustvarjena ločena tabela, kamor se zapǐsejo rezultati testiranja.
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Slika 6.3: Shema podatkovne baze
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7 Tehnična dokumentacija
7.1 Dokumentacija strojne opreme
Primarni cilj dokumentacije strojne opreme je omogočiti izdelavo tiskanega vezja.
Že pred začetkom načrtovanja smo se s sodelavci dogovorili, da se bo tiskano vezje
izdelalo pri proizvajalcu Eurocircuits, kjer se bo izdelala tudi primerna šablona
za spajkalno pasto, elementi pa se bodo polagali ročno. Poleg shematike (Slika
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Slika 7.1: Polagalna shema
Pri izdelavi tiskanega vezja seveda ne gre brez datotek formata Gerber, ki
služijo kot osnova za izdelavo.
7.2 Dokumentacija programske opreme
Za izdelavo dokumentacije programske kode je bil uporabljen generator Doxygen
[14]. Sama vsebina dokumentacije se napǐse direktno v kodo, zato je urejanje
in posodabljanje vsebine integralen del procesa programiranja. Orodje ponuja
odlično integracijo z okoljem STM32CubeIDE, ki v generirano kodo že vključi
primerno dokumentacijo. Vgrajena je tudi podpora za programski jezik Python,
ki mi je omogočila, da na podoben način dokumentiram kodo za strežnǐski del
testnega sistema.
Kot primer vzemimo funkcijo spiflex hal write. Pred samo deklaracijo sem
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dodal komentar, kjer sem navedel kratek opis delovanja funkcije (@brief ) in vho-
dne parametre (@param). Drugi podatki, kot so podatkovni tip spremenljivk,
niso potrebni, saj jih zna Doxygen sam pridobiti iz kode.
1 /**
2 * @br ie f This func t i on wr i t e s the s p e c i f i e d l ength o f data to a
s p e c i f i e d system r e g i s t e r address
3 *
4 * @param address The s t a r t address to which data i s wr i t t en
5 * @param number Number o f bytes to wr i t e
6 * @param data Pointer to the data to be wr i t t en
7 */
Dokumentacija se generira v jeziku HTML. Pri tako velikem projektu je to
najbolj optimalna izbira, saj omogoča preprosto in hitro navigacijo s klikanjem.
Generirani del zgoraj napisanega komentarja izgleda takole:
Slika 7.2: Del dokumentacije
7.3 Dokumentacija testnega procesa
Po koncu testiranja se za vsak kolut testiranih naprav generira certifikat, ki se
ga skupaj z napravami pošlje kupcu. Certifikat vsebuje za naročnika ključne
podatke, kot so čas testiranja, odgovorna oseba in odstotek naprav, ki so testiranje
prestale.
Generacijo certifikata opravi program, napisan v jeziku Python. Vsak kolut
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naprav dobi unikatno števiko in NFC nalepko, kar omogoča sledljivost. Pred
pošiljanjem uporabnik kolut položi na bralnik NFC. Ta prebere številko koluta,
se poveže s podatkovno bazo in generira certifikat.
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