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Resumen. Los correctores de programas (tambie´n llamados jueces) son
actualmente herramientas conocidas, usadas ampliamente en el mun-
do de la ensen˜anza de la programacio´n. Su modus operandi es sen-
cillo: para un problema planteado, reciben la solucio´n propuesta por
un estudiante y comprueban si su funcionamiento es el esperado. En
la Universidad Complutense de Madrid, hemos instalado el corrector
Mooshak, con el propo´sito de servir a distintas asignaturas de progra-
macio´n de las facultades de Informa´tica, Matema´ticas y Estad´ıstica. Este
pequen˜o documento introduce en el desarrollo de programas orientado
a las pruebas y explica el manejo de este juez desde el punto de vista
del estudiante.
Palabras clave: programacio´n, pruebas de caja negra, correccio´n au-
toma´tica de programas, concursos de programacio´n.
Celebracio´n del concurso final mundial de programacio´n ICPC 2007
1. Introduccio´n
La actividad central de la ensen˜anza de la informa´tica es la programacio´n. Se trata de
una actividad eminentemente pra´ctica, en que los estudiantes pueden ejercitarse, desarro-
llando proyectos de menor o mayor envergadura gracias a los compiladores, con bastante
autonomı´a. Un hecho notable es que la programacio´n por s´ı misma es una actividad con una
carga lu´dica importante, similar a la matema´tica recreativa, con la diferencia de que un pro-
blema resuelto mediante la programacio´n genera, a su te´rmino, el prodigio sorprendente y
gratificante de su funcionamiento.
El cara´cter lu´dico ya mencionado de la programacio´n ha dado lugar a la convocatoria
de numerosos concursos de programacio´n en el a´mbito universitario, a lo largo de todo el
mundo. Pero la celebracio´n de concursos se esta´ difundiendo tambie´n en el a´mbito espec´ıfico
de muchas asignaturas de programacio´n como un ejercicio de laboratorio ma´s. La celebra-
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cio´n de estos concursos y el desarrollo de pra´cticas controladas, ya sea en el laboratorio o a
distancia, desde el hogar de los alumnos, es posible gracias a una clase de herramientas de
reciente aparicio´n: los correctores (tambie´n llamados jueces) de programas.
Una actividad esencial en el desarrollo de programas es el proceso de prueba, que nos
permite detectar errores funcionales, esto es, un funcionamiento incorrecto o distinto del es-
perado. Los correctores de programas son actualmente herramientas conocidas, usadas am-
pliamente en el mundo de la ensen˜anza de la programacio´n. Su modus operandi es sencillo:
para un problema planteado, reciben la solucio´n propuesta por un estudiante y comprueban
si su funcionamiento es el esperado.
Para ello, compilan y ejecutan el problema sobre una pequen˜a coleccio´n (oculta) de
datos de prueba, y comparan si la salida producida por el programa es la esperada o no.
En la Universidad Complutense de Madrid, hemos instalado el corrector automa´tico
Mooshak [Mooshak, 2008, Leal and Silva, 2003], con el propo´sito de servir a distintas asig-
naturas de programacio´n de las facultades de Informa´tica, Matema´ticas y Estad´ıstica. Este
pequen˜o documento introduce en el desarrollo de programas orientado a las pruebas y expli-
ca el manejo de este juez desde el punto del estudiante.
En el siguiente apartado explicamos el estilo de desarrollo de programas que se fomenta
con los correctores automa´ticos de programas. En la seccio´n 4 describimos el laboratorio ins-
talado, y seguidamente indicamos do´nde pueden encontrarse otras propuestas de problemas
ma´s dif´ıciles, usados concursos de programacio´n. A continuacio´n pasamos a describir el fun-
cionamiento del corrector Mooshak, mediante una visita guiada. Terminamos relacionando
algunas de las ventajas ma´s importantes y limitaciones que tiene este enfoque.
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2. Programacio´n orientada a las pruebas
La programacio´n orientada o dirigida por los casos de prueba (test-first) se ha defendido
desde el mundo del desarrollo profesional y en el a´mbito acade´mico. En el mundo profesio-
nal, este enfoque aboga por que el disen˜o de un programa empieza por los casos de prueba
como ejercicio preliminar con que entender lo que el programa planteado debe realizar y
como herramienta primera de especificacio´n de la nueva pieza de co´digo, antes de desa-
rrollar la nueva pieza en s´ı [Beck, 2001, Shepard, Lamb and Kelly, 2001, XP]. En el a´mbito
acade´mico, el disen˜o de los casos de prueba lleva al estudiante a entender mejor la tarea que
un programa debe realizar, a prever toda la gama de situaciones que el programa planteado
puede encontrar, y que debe atender y, en resumen, a mejorar su propio rendimiento como
programador.
Con este laboratorio de programacio´n no perseguimos que los alumnos desarrollen esta
metodolog´ıa, puesto que los problemas que planteamos proporcionan ya un caso de prueba
ejemplar, y disponen de otros casos reprueba ocultos. Pero el ha´bito de leer casos de prueba
ejemplares acostumbra tambie´n a pensar en la metodolog´ıa descrita y fomenta una actitud
positiva hacia ella. Los estudiantes que preparan un programa para ser revisado por un juez
saben que su programa ha de atender toda la gama de situaciones descrita, por lo que esta´n
obligados a buscar en dichos programas los recovecos en que puede colarse una situacio´n de
error.
Cada problema propuesto, preparado para ser corregido por un juez automa´tico, dispo-
ne como dec´ıamos de un juego de datos oculto con que comprobar el correcto funcionamiento
del programa presentado por los estudiantes. Estas pruebas se conocen como pruebas de caja
negra (black box), porque ignoran el co´digo del programa para observar solamente su funcio-
namiento. Para cumplir bien con su cometido, dichas pruebas no so´lo han de comprobar los
casos t´ıpicos sino tambie´n los at´ıpicos: casos extremos (en los bordes de los vectores, en los
l´ımites de precisio´n), casos singulares (fuera del dominio de las operaciones empleadas, co-
mo valores nulos (o cercanos a cero) en los denominadores, negativos en ra´ıces o logaritmos)
y situaciones ano´malas o degeneradas.
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Es imperativo que los estudiantes se habitu´en a tener en cuenta todas estas situaciones
y antes de enviar su programa, presuntamente correcto, lo sometan a un control de calidad
teniendo en cuenta los mismos criterios mencionados en el apartado anterior. Dichas pruebas
han de ser ahora preparadas por los desarrolladores (los estudiantes), antes de entrega´rselas
al corrector (el cliente) para su revisio´n. Una decisio´n t´ıpicamente generalizada en estos
correctores automa´ticos es la penalizacio´n de las soluciones enviadas que no pasan la bater´ıa
de pruebas oculta. Es una medida justa y conveniente, porque obliga a los estudiantes a
ser ellos quienes se aseguran de la correccio´n funcional de los programas antes de darlos
por buenos, asumiendo as´ı la responsabilidad que les corresponde, en vez de delegar dicha
responsabilidad en los correctores.
La moraleja es sencilla: que los estudiantes han de tomar buena nota y habituarse a
desarrollar pruebas para los casos corrientes y para los casos que bordean los l´ımites de las
condiciones expresadas en el enunciado.
Puede alegarse en contra de este enfoque un hecho cierto: que la calidad de un progra-
ma no se basa u´nicamente en la correccio´n de su funcionamiento observable con respecto al
esperado. Existen otros aspectos que este enfoque no valida:
Por un lado, el uso adecuado de estructuras de control, taman˜o adecuado de mo´dulos
y nu´mero adecuado de para´metros, eleccio´n adecuada de estructuras de datos, do-
cumentacio´n, uso de las variables necesarias y no ma´s, ausencia de efectos laterales,
estructuracio´n adecuada, y un largo etce´tera)
Por otro, la eficiencia, que se puede medir externamente acotando el tiempo y espacio
de memoria empleados durante su funcionamiento.
El primer bloque de aspectos de calidad no se contempla en principio en la correccio´n
automa´tica, ba´sicamente porque su revisio´n depende altamente del lenguaje de programa-
cio´n empleado. La eficiencia en cambio es una responsabilidad del programador, y es posible
controlarla en efecto del modo indicado, proporcionando las cotas de tiempo y espacio admi-
tidos para cada solucio´n. Hay que decir sin embargo que el tiempo y espacio empleados tam-
bie´n son aspectos dependientes del lenguaje de programacio´n, de forma que Java y Haskell
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no pueden someterse con justicia a los mismos patrones que Pascal y C++ por ejemplo. Con
los ajustes necesarios para las soluciones presentadas en los distintos lenguajes admitidos, un
programa que no supere la prueba por rebasar el tiempo o la memoria tendra´ seguramente
defectos de disen˜o ma´s profundos, debidos a la eleccio´n de te´cnicas o estructuras de datos
inadecuados para el problema planteado. As´ı pues, aunque no se indica expresamente en
ningu´n problema, se espera que las soluciones presentadas sean eficientes.
3. Pruebas de caja blanca y caja negra
La correccio´n de un programa se garantiza mediante te´cnicas bien distintas: la verifica-
cio´n es una te´cnica importante y de gran implantacio´n en el mundo acade´mico. Su objetivo
es garantizar la correccio´n de un programa con respecto a su especificacio´n. La garant´ıa viene
dada por una demostracio´n matema´tica, cuyo desarrollo es, en ocasiones, al menos tan dif´ıcil
como el del programa en s´ı, y cuya validacio´n (porque una demostracio´n es tan propensa a
errores como lo es un programa) es igualmente dif´ıcil ggs s [[5] [Daly]] . La segunda clase
de te´cnicas es la validacio´n de un programa mediante casos de prueba. Un primer enfoque
es el de las pruebas de caja blanca (clear box): los casos de prueba disen˜ados han de cubrir
todo el co´digo fuente, mostrando que cada fragmento es u´til para algu´n caso de prueba, y
que funciona adecuadamente. Este enfoque es u´til para una revisio´n a la vista del co´digo
fuente, pero tambie´n es dif´ıcil llevarlo a cabo de forma automa´tica. Por poner un ejemplo,
un programa que resuelve una ecuacio´n de segundo grado podr´ıa, quiza´, efectuar comproba-
ciones redundantes (discriminante positivo, por ejemplo) que no son usadas porque ya han
sido efectuadas anteriormente. Las pruebas de caja blanca pueden, por ejemplo, poner al des-
cubierto fragmentos de co´digo superfluos como e´ste. Las pruebas de caja negra (black box)
comprueban la correccio´n funcional, esto es, que el programa propuesto funciona adecua-
damente, es decir, que el produce los resultados esperados para cada posible juego de datos
previsto en el enunciado. Esto exige preparar casos de prueba completos, o sea que abarcan
toda la casu´ıstica posible, incluyendo las situaciones t´ıpicas y at´ıpicas, poniendo en juego
valores singulares (por ejemplo, el 0 y 1 como ı´ndices de un vector), no definidos (fuera de
rango: negativos o demasiado grandes), fuera de los l´ımites de precisio´n, etc.
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Un ejemplo sencillo puede ayudarnos a valorar el trabajo necesario para generar un
conjunto de pruebas de caja negra completo: se plantea el pro-blema de resolver ecuaciones
de la forma
ax2 + bx+ c = 0
con coeficientes reales. Un intento de programa, consistente en la mera aplicacio´n de la
fo´rmula conocida para una ecuacio´n de segundo grado, queda desmontado al considerar la
casu´ıstica posible de un modo exhaustivo:
Ecuaciones 0 0 0 Infinitas soluciones
de grado 0 0 1 Sin solucio´n
menor que 2 0 2 -1 Una solucio´n
Ecuaciones 1 2 0 Dos soluciones reales
de 1 2 1 Una solucio´n doble
segundo grado 1 1 1 Dos soluciones imaginarias
Iniciamos as´ı una solucio´n ma´s completa. Pero las pruebas de caja blanca pueden, por
ejemplo, poner al descubierto comprobaciones redundantes (discriminante positivo) que no
son usadas porque ya han sido efectuadas anteriormente. Un buen programa ha de emplear
todo su co´digo; de lo contrario, tiene co´digo superfluo.
4. Descripcio´n del laboratorio instalado
En el contexto del proyecto PCD08 33 de la UCM, en el departamento de Sistemas
Informa´ticos y Computacio´n de la Universidad Complutense de Madrid, hemos instalado un
laboratorio de programacio´n y desarrollado colecciones de problemas de programacio´n para
dicho laboratorio. El laboratorio es accesible mediante Internet en la siguiente direccio´n:
http://problem-g.estad.ucm.es/~mooshak
El juez corrector instalado es Mooshak [Leal and Silva, 2003]. Por el momento, revisa
programas escritos en Pascal, C++ y Java, aunque pronto estara´ disponible tambie´n para
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Haskell. Ma´s concretamente, los compiladores subyacentes son los siguientes, en el momento
de publicarse este documento:
Pascal: Free Pascal
C++: gcc versio´n 4.1.3, con STL disponible
Java: Eclipse Java Compiler v 774 R33x, con la API disponible
Las colecciones de problemas preparadas son aptas para su uso en las asignaturas de
programacio´n de distintas asignaturas de programacio´n de las facultades de Informa´tica,
Matema´ticas y Estad´ıstica. Son variadas en dificultad y te´cnicas necesarias para su resolucio´n.
A t´ıtulo de ejemplo, describimos las colecciones de ejercicios previstas para una asignatura de
introduccio´n a la programacio´n, que es comu´n en contenidos a las facultades mencionadas.
Los ejercicios incluidos se agrupan en cuatro colecciones, segu´n las te´cnicas de programacio´n
necesarias para su resolucio´n:
Introduccio´n: expresiones con tipos de datos ba´sicos y cadenas de caracteres. Instruc-
ciones ba´sicas de lectura, escritura y asignacio´n.
Instrucciones estructuradas: seleccio´n condicional y por casos. Repeticio´n: bucles con-
trolados por un ı´ndice y bucles condicionales.
Subprogramas: procedimientos y funciones. Recursividad.
Estructuras de datos: vectores y matrices, registros.
Cada coleccio´n consta de unos 25 problemas, de dificultad gradual entre cinco cate-
gor´ıas, desde los triviales (aptos simplemente para aplicar los mecanismos del lenguaje de
programacio´n elegido), hasta los de gran dificultad. Esta dificultad es normalmente de na-
turaleza algor´ıtmica, pero tambie´n a veces se debe a la utilizacio´n sutil de los pocos me-
canismos del lenguaje permitidos en el momento de su planteamiento. As´ı por ejemplo, un
ejercicio puede resultar de la ma´xima dificultad en el bloque inicial, pero ser relativamente
fa´cil usando, por ejemplo, bucles.
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Lo que podemos garantizar es que todos los ejercicios de cada bloque pueden resolverse
con los mecanismos del lenguaje de dicho bloque, y esta´n planteados para resolverlos con
so´lo dichos mecanismos.
5. Problemas de mayor nivel. Concursos de programacio´n
Habra´ estudiantes que se habitu´en a aceptar estos pequen˜os desaf´ıos, y posiblemente
se atrevan a probar con otros de mayor dificultad. En las u´ltimas de´cadas han proliferado
multitud de concursos de programacio´n en el mundo, y los problemas planteados en dichos
concursos esta´n publicados tambie´n en multitud de direcciones de libros, y tambie´n en Inter-
net. Es inu´til pretender mencionar todos los concursos que funcionan con regularidad en el
mundo, por lo que citamos u´nicamente dos por nuestra relacio´n con ellos:
El Concurso Universitario de la Comunidad Auto´noma de Madrid, [CUPCAM], que se
celebra anualmente y cuyos enunciados y soluciones se vienen publicando regularmen-
te en la revista Nova´tica [Nova´tica]
Los ganadores de este concurso representan a nuestra Comunidad Auto´noma en el
South-Western European Regional Contest, [SWERC, 2007], en el que participan es-
tudiantes universitarios de Espan˜a, Francia, Italia, Portugal, Austria occidental, par-
te de Alemania (Baden - Wurttemberg, Bayern, Berlin, Brandenburg, Mecklenburg-
Vorpommern, Sachsen, Sachsen-Anhalt and Thuringen), y suiza.
El International Collegiate Programming Contest (ICPC), de la Associacio´n for Compu-
ting Machinery [ACM ICPC], que es tambie´n anual, su a´mbito es mundial y tiene la
ma´xima categor´ıa y prestigio entre los concursos de programacio´n.
El ACM ICPC atrae una gran expectacio´n, y los problemas propuestos en ellos son pu-
blicados y recopilados en distintas pa´ginas Web del mundo. Entre ellas, hay una que se ha
destacado por encima de las dema´s, por la gran cantidad de enunciados que recoge y por
disponer de un juez online, con el que cualquiera puede medir su destreza en programacio´n:
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el repositorio de la Universidad de Valladolid [UVA]. Adema´s de e´ste, el de la universidad
de Pek´ın [Peking University] y la pa´gina de las olimpiadas de programacio´n de Estados Uni-
dos [USACO] ofrecen amplias colecciones de problemas de programacio´n de alto nivel y con
correctores automa´ticos de uso libre en Internet.
Ojala´ que muy pronto los problemas que planteamos en nuestras colecciones se te que-
den pequen˜os y te animes a bucear en estos enlaces, donde encontrara´s sin duda retos mucho
ma´s interesantes.
6. Discusio´n
Aunque la preparacio´n y ejecucio´n de este tipo de pra´cticas exige una experiencia y car-
ga de trabajo considerable por parte del equipo de profesores, presenta una serie de ventajas
para los alumnos que la hacen interesante [Herna´n, Pareja y Vela´zquez, 2008]. Citamos las
siguientes, entre otras:
La resolucio´n de estos retos puede realizarse desde cualquier punto, gracias a Internet.
Tambie´n gracias a Internet, el momento en que estas pra´cticas se pueden desarrollar es
libre.
Por tanto, esta actividad fomenta la ensen˜anza a distancia, si bien es igualmente ade-
cuada para la ensen˜anza presencial.
Creando una coleccio´n de pra´cticas que recoja propuestas de distintos niveles de difi-
cultad, podremos atender y fomentar el aprendizaje de alumnos con distintos niveles
iniciales, que avanzan a distintas velocidades, o que simplemente se proponen metas
con distintos grados de ambicio´n.
Una conclusio´n proveniente de las ventajas anteriores es el fomento del autoaprendizaje.
Pero tambie´n existen una serie de limitaciones que debemos sen˜alar:
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Ya cita´bamos al principio la gran carga de trabajo que requiere preparar este tipo de
pra´cticas, por lo que el desarrollo y preparacio´n de problemas se ha de desarrollar en
equipo y con apoyo te´cnico e institucional.
Este enfoque de desarrollo no cubre adecuadamente todos los tipos de ejercicios y
pra´cticas de programacio´n. Por citar unos pocos tipos, quedan fuera los proyectos que
requieran componentes de interfaz de usuario, que sean interactivas, que usen genera-
dores de nu´meros aleatorios, etc.
En resumen, el desarrollo de programas fomentado por el uso de correctores automa´ti-
cos no puede aplicarse a todos los tipos de proyectos de programacio´n imaginables, sino que
es adecuado especialmente para problemas de programacio´n de naturaleza algor´ıtmica. Este
tipo de problemas sin embargo encierra la principal dificultad de gran parte de los proble-
mas propuestos en muchas asignaturas de programacio´n, concretamente las de los primeros
an˜os de las carreras de informa´tica y otras en que la programacio´n es una componente del
curr´ıculo.
7. Manual Mooshak
7.1. Acceso
Introduce en tu navegador la direccio´n http://problem-g.estad.ucm.es/~mooshak.
Te aparecera´ la pantalla de bienve-
nida al programa. Para acceder a los
problemas pulsa sobre la tecla “login”
En la pantalla de autenticacio´n selecciona en la pestan˜a “contest”la opcio´n que te haya
indicado tu profesor.
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En el caso de nuestro ejemplo selec-
cionamos pruebaPrevia.
A continuacio´n introduce tu nombre de usuario y contrasen˜a. no pulses enter en tu
teclado, haz clic sobre el boto´n “login”
Existe tambie´n la posibilidad de acceder en modo no supervisado, para ello selecciona
“cinco problemas” y pulsa sobre ”register”
Introduce el nombre del equipo que vas a crear (Name), podra´s an˜adir tantos usuarios
como desees. Escribe una direccio´n de correo valida ya que te enviara´n la clave de acceso
a dicho correo. Pincha sobre el grupo al que quieras pertenecer (Group), y finalmente pulsa
sobre ”Submit”
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7.2. Contenido
Veamos ahora ma´s detalladamente las ventanas principales.
Submisions: Como ya indicamos anteriormente, es la pantalla inicial donde encontra-
ras la informacio´n general referente a usuarios y env´ıo de problemas.
Ranking: El puesto que ocupa cada usuario en el Ranking depende del tiempo trans-
currido desde que empezo´ el concurso hasta el env´ıo del problema, de la cantidad de
veces que se ha enviado hasta que el juez y los profesores aceptan la solucio´n y de la
cantidad de problemas solucionados que se han enviado.
Junto al tiempo, entre pare´ntesis,
aparece la cantidad de veces que se
ha enviado el problema, si no apare-
ce el tiempo es que au´n no se ha dado
una respuesta correcta. Los espacios
en blanco son problemas no enviados
todav´ıa.
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Questions: En este apartado encontrara´s preguntas de otros usuarios sobre los proble-
mas.
Como te indica el programa es un
apartado pu´blico, puedes consultar
las existentes o enviar tu propia pre-
gunta.
Selecciona el problema sobre el que quieres hacer la pregunta, pon un t´ıtulo que lo re-
suma, escribe tu pregunta y pulsa sobre el boto´n “submit”
Asegu´rate de que tu pregunta no
esta´ ya respondida e intenta ser lo
ma´s claro y espec´ıfico posible al re-
dactarla.
Posibles Errores
Veamos ahora algunos ejemplos de errores que pueden cometerse a la hora de solucio-
nar un problema.
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Tomamos como ejemplo el siguiente:
Compile Time Error: El programa no compila
En este caso deber´ıamos haber escri-
to integer en lugar de integre
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Wrong Answer: El programa ha dado una respuesta incorrecta
En este caso damos proponemos la
misma fo´rmula para ambos supues-
tos, pares o impares, por lo tanto la
solucio´n que le estamos dando no
se ajusta al enunciado del problema,
que nos ped´ıa un comportamiento di-
ferente para pares e impares.
Runtime Error: El programa no funciona correctamente, ‘‘se cuelga”
En este caso la variable v[i] hace
una llamada a un valor que no exis-
te, (hemos definido el vector v de 1
a n, por lo tanto el programa no se
ejecuta correctamente.
Presentation error: El programa parece correcto pero la salida no esta´ en el formato
adecuado.
En el caso de nuestro ejemplo, de-
ber´ıamos haber escrito writeln en
lugar de write y sobran las comillas
18
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Ape´ndice. Cinco problemas ba´sicos
Una vez visto el funcionamiento general del juez Mooshak, te proponemos algunos pro-
blemas sencillos para ponerlo en pra´ctica. Los cinco problemas esta´n elegidos de un repertorio
para un curso introductorio de programacio´n. El primero de ellos (Matriz por columnas) pue-
de resolverse usando u´nicamente instrucciones ba´sicas (lectura, escritura y asignacio´n, con
tipos de datos ba´sicos), aunque algunos estudiantes podra´n quiza´s encontrarlo ma´s sencillo si
emplean tambie´n bucles; no hace falta usar matrices, a pesar de su t´ıtulo. El segundo (Facto-
rial) es t´ıpico; necesita bucles o subprogramas recursivos. El tercero (Conjetura de Goldbach)
esta´ planteado para resolverse con subprogramas, aunque se puede afrontar (si bien ma´s
engorrosamente) usando u´nicamente instrucciones estructuradas. El problema del punto de
silla requiere matrices. El u´ltimo (ordenacio´n) necesita el uso de vectores.
Problema A
Matriz por columnas
MatrizColumna.{pas,cpp,java}
Si rellenamos na matriz de 4 x 7 con los nu´meros naturales, de columna en columna,
podemos saber la posicio´n de un elemento cualquiera. De eso trata el programa que planteamos
ahora: partiendo de las dimensiones (nu´mero de filas y columnas) de una matriz y un elemento,
nuestro programa debera´ averiguar su posicio´n: nu´mero de la fila y columna en que se encuentra.
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Descripcio´n de la entrada
La entrada consiste en tres nu´meros enteros positivos, en una misma l´ınea, separados por espa-
cios simples en blanco.
Descripcio´n de la salida
La salida es un par de enteros, separados por un espacio simple, representativos de la fila y
columna en que se encuentra el elemento dado.
Ejemplo de entrada
4 7 15
Salida para el ejemplo de entrada
3 4
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Problema B
Factorial
Factorial.{pas,cpp,java}
Aunque el enunciado te da una pista, no te conf´ıes: lo que te pedimos es un programa que
desempen˜e lo descrito en el siguiente diagrama de flujo:
Descripcio´n de la entrada
La entrada contiene, en su primera l´ınea, el nu´mero de casos de prueba, que vendra´n separados
en las l´ıneas siguientes. Todos los datos sera´n enteros positivos.
Descripcio´n de la salida
La salida consistira´ en un entero por l´ınea con los resultados de los casos introducidos.
Ejemplo de entrada
4 3 0 10 5
Salida para el ejemplo de entrada
6 1 3628800 120
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Problema C
Conjetura de Goldbach
Goldbach.{pas,cpp,java}
En una carta a Leonard Euler en 1792, Christian Goldbach afirmo´ (sin demostrarlo), que todo
nu´mero par es la suma de dos nu´meros primos. Te pedimos un programa que acepte un nu´mero par
como entrada y escriba un par de primos cuya suma iguale al par dado. En caso de haber varias
descomposiciones como la descrita, el programa ofrecera´ aque´lla en que el primer primo dado sea el
menor posible.
Descripcio´n de la entrada
La entrada contiene un u´nico nu´mero natural par mayor que dos.
Descripcio´n de la salida
La salida ha de contener dos nu´meros naturales en una u´nica l´ınea, separados por un espacio
simple.
Ejemplo de entrada
30
Salida para el ejemplo de entrada
7 23
Nota: Esta conjetura aparece recogida en las Meditaciones algebraicas de Edward Waring (1734-1793)
junto con otros muchos resultados interesantes. En la novela El t´ıo Petros y la conjetuda de Goldbach, de
A. Doxiadis (Ediciones B, 2000), se relata la historia de un matema´tico que u´nicamente vivio´ para intentar
demostrar la conjetura de Goldbach. Esta conjetura tambie´n aparece en la pel´ıcula espan˜ola La habitacio´n de
Fermat (2007), dirigida por Luis Piedrahita y Rodrigo Sopen˜a.
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Problema D
Punto de silla
PuntoSilla.{pas,cpp,java}
Un punto de silla de una matriz es un elemento que es el menor estrictamente de su fila y el
mayor estrictamente de su columna. No todas las metrices tienen un elemento con esta propiedad,
pero cuando una matriz lo tiene, es u´nico. Se pide un programa que busca un punto de silla en una
matriz, e indica valor o la palabra NO, en caso de que no exista.
Descripcio´n de la entrada
La entrada contiene una matriz de 5 x 3 enteros, organizados por filas del modo usual, y sepa-
rados por blancos simples.
Descripcio´n de la salida
La salida es una u´nica l´ınea. En caso de que la matriz de la entrada contenga el punto de silla,
la salida ha de contener tres enteros separados por un espacio simple: su posicio´n (fila y columna) y
el valor; en caso de que no exista punto de silla en dicha matriz, basta con la palabra NO.
Ejemplo de entrada
1 2 3 -4 -5
-6 7 -8 4 0
20 15 10 5 13
5 5 -5 2 -500
Salida para el ejemplo de entrada
1 2 3 -4 -5
-6 7 -8 4 0
20 15 10 5 13
5 5 -5 2 -500
3 4 5
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Problema E
Ordenacio´n simple
Ordenar.{pas,cpp,java}
Simplemente, se trata de ordenar una lista de enteros ascendentemente.
Descripcio´n de la entrada
La entrada contiene 10 enteros, en una u´nica l´ınea, y separados por blancos.
Descripcio´n de la salida
La salida ha de contener los diez enteros de la entrada, pero de menor a mayor, y separados por
un espacio simple.
Ejemplo de entrada
17 4 7 1 5 3 0 -1 1000 0
Salida para el ejemplo de entrada
-1 0 0 1 3 4 5 7 17 1000
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