The number of devices connected to the internet is constantly increasing. This large amount of devices can be used to improve people's interaction with their environment. However, this also implies an increase in the complexity when interacting with so many heterogeneous devices. Automating this process is key to keep up with this growth. This is the purpose of the People as a Service model (PeaaS), which works towards developing virtual profiles for every user in their own mobile devices under their full control. These profiles allow to establish preferences and predefined parameters, which are then used by the devices they connect to. By integrating both the information in the users' virtual profiles and the information given by the devices they connect to, we can create a context in which to make smart decisions and apply them to the devices, all of this in a decentralised way. This allows for a programmatically configuration of the devices without the need of the user's intervention. In order to put the proposal in action, we have developed a treasure hunting game as a proof of concept to bring to the spotlight the utility of an environment with programmatically adapted devices.
I. INTRODUCTION
The increase in the capabilities of smart devices and the interactions between each other has brought a growth in the amount of embedded systems and devices we can find everywhere. The number of devices connected to the internet in 2018 was 23 billions, and it is estimated to grow to 75 billion by 2025 [1] . This amount of devices can offer many possibilities, specially in the field of Smart Cities. However, these devices are more and more heterogeneous between them, which supposes an increase in difficulty and complexity of intercommunication between the devices, and an increase in security threats [2] . It is not only more difficult in a programmatical way, but it also makes user interaction unnecessary laborious and complicated. For example, the users can configure their home lights system to work in accordance to their calendar, but if some changes are needed, they have to go through every one of the devices they have already configured again, which can be very burdensome. To help This research work has been funded by the Spanish government under projects PGC2018-094905-B-I00 and TIN2015-67083-R (MINECO/FEDER). alleviate this issue, we need to work towards automating the task of configuring multiple devices in an easy and personalised way for each user. For this purpose we have decided to adopt the People as a Service (PeaaS) model [3] . The idea behind PeaaS is to give the users a way to offer their information as a service so it can be used by the devices they interact with, but at the same time allowing them to control who can use this information and which information can be used, in a decentralised system. Many people don't know where their data go, or who has access to it, which can conduct to security issues due to the users' lack of knowledge [4] . In this model each user has the information in their own terminal, instead of being gathered and stored by an external party and losing control over it. There is a lot of potential to explore following this route which can be applied to different fields, such as increasing the day to day interaction of people with the cities they live in. This will not only benefit the end users of smart devices, but it can also increase the interactivity of public services offered in both ways. For example, a person can decide if they want to take the bus or instead use the public bike service based on the context and location they are currently in. Additionally, the town hall can receive information about how many people decide to use the bikes or the bus, and investigate how they can improve the connections between different parts of the city.
For this system to work, it will be necessary to deploy a wide range of wireless devices that can give context to the user's profile and mobile applications. The application cannot give suggestions if it has no information available. To be able to take smart decisions and produce suggestions, the user has to have the capacity to communicate with the environment to generate the context in which the decisions will be made. Not only that, but these devices should allow to modify their behaviour after an exchange of information has taken place, and adapt to the current situation. This is achieved by modifying the virtual profiles of both devices in a programmatic way.
We have already analysed the benefits of this model, and we made a proposal in the form of a sketch in our previous work [5] . To further expand on it and show the advantages of this proposal and reveal some of the issues that would have to be addressed, in this work we have developed a treasure hunting game as a proof of concept. The treasures will be represented by using Eddystone beacons. These simple devices can be easily deployed anywhere, require very little maintenance and can be adjusted programmatically, which suits our needs. This idea can then be extrapolated to other areas of application such as smart cities. For example, we can use this to inform the users of how long the bus will take to arrive, to detect how many people are waiting in the bus stop, and from that information determine if an extra bus will be needed, or to know the average waiting time.
This paper is structured as follows. Section 2 delves into the state of the art, and discusses some related work. Section 3 gives an in depth explanation of our proposal, explaining how the system was implemented and the technologies involved. Finally, Section 4 summarises the conclusions and possible utilities of this work, along with future work.
II. RELATED WORK
There is already a good amount of research works aiming to gather and process the contextual information generated by the users with the objective of building personalised virtual profiles [6] [7] . Previous work of our research group involved the development of the PeaaS model [3] . This model exploits the widespread extension of smartphones and their sensors capabilities in order to obtain information about the users and their context, and utilises it to create a virtual profile catered to each individual. It is based on the Internet of People [8] , a social computation model combining the IoT capabilities with information from people in order to create a proactive and responsive system.
In our previous work [5] we presented a programming framework inspired by PeaaS. This framework brings smartphones to the spotlight by making them the core element of the system. They are the main component in inferring, storing and sharing the virtual profiles of their users. This was presented in the form of a sketch. In this paper we have made a real implementation of the system that we can test.
There are other research works aimed to facilitate the development and implementation of IoT system. Kiuas [9] is a cloud-based IoT development environment for enabling the Programmable World. It's an environment with the objective to make software development for complex and large topologies of IoT as easy as possible. However, this environment is focused on the cloud aspect, and the devices need to be connected to it so they can be programmed remotely. It also implies that there is a specific entity pushing changes when needed, that is, the developers of the systems. We are focusing instead in a more decentralised system, where each user can change the behaviour of nearby devices in a seamless way. In our case the parameters will be extracted from the virtual profile and the current context to generate the new configuration of said device automatically, in a way where no human interaction is needed, or the minimum amount possible.
In [10] the authors present the challenges IoT software faces when developing these systems. They address the issue of the heterogeneity of the IoT devices. Nowadays, the IoT scenario presents many custom apps from different manufacturers, each one catering to their specific systems, such as Phillips light bulbs, which can be controlled with the Phillips Hue app, whereas other light bulb manufacturers like Cree or Yeelight each have their own application to control their devices. In this work the authors estimate that by 2025 there will be IoT standard techniques and protocols that will allow interoperability between devices. This idea of dynamically programming and reprogramming of these devices and the use of cross-manufacturer APIs to allow generalised discovery and information sharing is what we are aiming for.
III. OVERVIEW OF THE PROPOSAL
Our main goal is to work towards a framework that facilitates using the PeaaS model. This framework makes dynamically updating the users' virtual profiles and modifying the behaviour of the connected devices easier, building this way a context of the situation the user is currently in. This means a shift from a server-centric structure to a distributed environment, where the smartphones are the focus of the system. The smartphone becomes an interface of it's user with the rest of the world, specially when interacting with other IoT devices, in a way that is as seamlessly as possible to their user. The virtual profile then is accessed through this interface, via an specific API inherent to the profile. It is with this API that the user has control of which information is offered to the other devices.
By adopting this framework, it is possible to develop generic mobile and server applications that allow to interact with the profile and to download and execute the scripts to be run on the users' terminals. In this scenario, changing the functionality of the system can be achieved simply by modifying this script, without the need to deploy new applications on the server and mobile layers, or to change the settings of the deployed IoT devices. This script can also be modified by the user's interaction. Depending on their virtual profile and context, some variables of the script can be modified to change how the device behaves in future interactions with it, even for a new different user. This way, these devices can automatically adapt to suit the users' needs in a seamless way.
In this work we show a working example of a system where the PeaaS model has been applied, and highlight the advantages and the possible issues of it. The system consists in a treasure hunting game, but as mentioned before, the specific nature of the game can be changed by modifying the script that the mobile devices download. In the following section we give an extensive explanation of the system, it's structure and functionality.
A. Motivating scenario: a treasure hunting game
The system is composed of three elements, the mobile application, the server and the beacons. It consist in a treasure hunting game where the users will have to look for treasures hidden around the city by following a set of hints, and each treasure they find will give them a new hint to help them figure out the location of the next treasure. To do this, the users will employ a mobile application which will act both as the platform where they play the game, and as an entrance point to their user profile for the elements involved in the game, via an API. Through this application they will connect to the treasures, which are Bluetooth devices, to interact with them.
The treasures are represented by Eddystone beacons. Beacons are small Bluetooth devices that broadcast Bluetooth low energy packets, allowing nearby devices to connect to them. More specifically, Google Eddystone beacons platform is an easy to deploy, highly scalable and cheap way to create context to points of interest [11] .
When the users find a treasure they connect via Bluetooth to the beacon, which is publishing a specific URL pointing to where a script on the server is stored. The ideal situation would be that the Bluetooth device holds the script, but in our case this will be done on a server since the beacons we use can only hold an URL string. More complex Bluetooth devices could be used in order to reduce the amount of server interaction needed.
The flow of the system can be seen in Figure 1 . The treasure, represented by a Bluetooth device, emits a Bluetooth signal (1) . The user connects to the device with their mobile device through and app, downloading a script to be executed locally on their terminal (2) . This script is run by their mobile device, updating the virtual profile stored on it (3), and also possibly updating the state of the server (4), changing the behaviour of the beacon in future connections.
The application downloads and execute this script in a controlled fashion, accessing the user profile through the API, updating the information contained to add the treasure and the new hint just found. Once the user finds the last treasure, he will be informed of being the winner, and the rest of the users will receive a notification of the game ending the next time they find another hint, with the name of the winner.
The mobile application has been developed for Android. It's purpose is to hold the user's virtual profile, to communicate with the beacons and the server as well as provide access to the virtual profile to other devices, and to execute the beanshell scripts holding the logic of the game.
Beanshell (http://www.beanshell.org) is a simple Java interpreter capable of uploading and executing code during runtime. Beanshell scripts are based in Java and compatible with regular Java code, but they also incorporate useful scripting tools. They are simple pieces of code and do not need to be complete classes. Beanshell allows us to perform simple actions of querying and updating the virtual profile, as well as accessing the Android application to display notifications and messages. This will be our connection point between the game logic and the user profile.
The Android application has an API that exposes certain functions to the Beanshell environment in order to allow it access the information on the virtual profile and modify it when necessary. Some basic functions shown in the code 1 are updating the list of hints available (line 9), or the treasures the user have found (line 12). It also allows to display a toast message directly on the application to facilitate communication with the user (line 2).
The server is needed in order to orchestrate the state of the game, and to store the scripts that the mobile application will download and execute locally, although the ideal solution would be to have these script available in the Bluetooth devices themselves. This server is a Node.js server written in JavaScript, using Express as the framework for the server API. The server holds the information needed to keep all the players synchronised, so they know if the game is still running or if it was finished by another user already, and will be accessed by their mobile devices via the server's own API. It will also be the point of access to the database containing the hints for the treasures.
The database is a simple MongoDB database which holds information about the existing treasures and the available hints. It contains two documents, the available hints and the treasures themselves. We keep track of which user has visited each treasure along with the timestamp in order to be able to inform others users of how many other players have already visited the treasure they just found. The treasures document have a list of all the users that have found that particular treasure, but the tracking of which hint each user have is made on their virtual profile, and is not stored on the database.
Each beacon holds the shortened URL linking to the location of the script on the server. This URL already contains personalised parameters of the beacon, so we can pinpoint exactly which treasure was found, and associate the user with it. The server then sends the beanshell script to the mobile device. This script is interpreted in runtime and executed locally on the device.
We have developed one simple script that works the same for all the treasures, but it could be possible to have specific scripts for different types of beacons, so they behave in a different way. The variables of the script are set up each time it is downloaded with the relevant values, based on the current user and context. This is done partly on the server side, to set up the info of the treasure that triggered it's download and to fill up the information about the available hints, and partly on the user's mobile application. The beanshell interpreter will set up the variables with the necessary info obtained from the user's virtual profile, such as username, hints that are already available, number of treasures found etc.
The structure of our script, shown in Code 2, is the following: First, in line 2 it will check if the treasure was already found by the user, in order to avoid giving more than one hint per treasure. This can be done simply by consulting the user's virtual profile. If the treasure ID is contained within the list of found treasures, it will inform the user that they already obtained this particular treasure. If the treasure is a new valid one, it will connect to the server and inform that the user has found this treasure, so the database can be updated. This is done in lines 5 and 6 (we have omitted the HTTP petition portion of the code to facilitate it's reading) . The server will then return if the game is still running, or if it was already finished by another user. In the case the game was finished, the current user will receive a notification informing them about that and the name of the winner (lines 10-15).
If the game is still running, the script will try to give the user a hint that the user still doesn't have (lines 19-21). If the user has all the hints, an informative message will appear congratulating them for winning the game, while at the same time connecting to the server to declare them as the winner so the state of the game can be changed (lines 23-26).
In the case where the user still hasn't finished the game, the script displays the new hint, and connects to the server to inform it that this particular user has found this specific treasure (lines 29-33).
B. Discussion
The proof of concept we have developed allows to reach a deeper understanding of how these systems work, and what challenges have to be faced when developing them. During our testing and validation of the system, one easily overlooked issue that we found was the Android version of the devices involved in the testing. Even if the system was developed to be compatible with Android version 5.0 (SDK 21), some of the older devices had trouble detecting the beacons via Bluetooth. We first thought that the devices could have some compatibility issue due to the Android version, but not all the devices had the issues. Having different smartphones from different manufacturers interact differently suggest that the issue is related to the hardware instead.
In our proof of concept we used Eddystone beacons. As we already mentioned, these simple devices are easy to deploy since you only need to activate them (by removing a small } 36} Code 2. Beanshell script piece of plastic), set their configuration through an app, and put them where they need to be. Their range is long enough to be used in an urban environment (about 15-20 meters outdoors). However, unless they are in a place that is hard to reach, they can be easily tampered with, or even stolen. It is important to keep this in mind since it would be very hard to remotely debug that a beacon is physically missing.
One of the most glaring issues about this approach is the security of the system. The user's profile is somewhat protected since it is not directly accessible. Having an API acting as a middleware avoids devices obtaining full access to the information stored. Furthermore, the user has full control over which information they want to make available to other devices.
Nonetheless, the act of connecting to other wireless devices has it's own risks. Communications can be intercepted, and the devices spoofed. In addition, we are accessing a URL when connecting to the beacons, and downloading a script to be run in our own devices. We need to be sure that we are accessing the intended device, and the downloaded script are not a threat to the integrity of the system.
Security is a great challenge to overcome in the IoT sce-nario, and there is already a lot of work being done in this area [12] , [13] . This is something important to keep in mind when progressing towards the Internet of People. In our proof of concept we have developed a preliminary API as the only access point of the virtual profiles in order to avoid the scripts to be able to interact directly with the information contained within the profile, and to limit the actions available to the outside. Another point of weakness lies in the usual wireless connections employed. There are several security issues, some common to all systems and others inherent to the wireless nature of the connections [14] , [15] . The work in this sector is vast, and we don't intend to do extensive research on this topic since our current main objective is to develop and standardise the PeaaS paradigm. Nonetheless we should strive to guarantee a reasonable level of security in our own systems, even if we leave these security issues as an open alley for future work that needs to be addressed.
Overall, this paradigm can be applied to many different fields. Some examples we can come up with are, as we spoke earlier, inferring how many people are waiting on a bus stop, or to give suggestions of public transport available nearby. Another application could be to configure a smart environment such as a house, where the devices can obtain the user's preferences of temperature, light, music etc from their virtual profile and change accordingly. It could even be applied to hotels and such. In the end this would facilitate the configuration of all these devices without having to manually interact with them.
The code of the Android application 1 and the server application 2 is available in bitbucket. To use the Android app, the only requisite is to have an Android device in which to install the APK. In order to use Bluetooth, Android applications need both Bluetooth and location permissions. To set up the server, a Node.js (https://nodejs.org/es/) installation with Express (https://expressjs.com/es/) is required. By using the npm start command inside the project directory, the server will start. A MongoDB database is required (https: //www.mongodb.com/es). The server has an API endpoint to generate a sample data set, accessible through serverurl/init The database has to be filled with the data from the beacons. The Android application allows for a mobile phone to also act as a beacon, for testing purposes. The beacons need to hold the script URL, which is stored on the server. This URL consists on the serverurl/script?beaconName=yourBeaconName The script also needs to have the server URL updated.
IV. CONCLUSIONS
The ability to infer virtual profiles of people according to their daily routines and activities is a key element to create a world where technology adapts to the people in an easy and seamlessly way [16] . In this paper we have presented a step towards developing real applications based on the programmable world, able to automatically update and adapt to the user based on their profile, via a simple treasure hunting game. We have used beacons since they are a very cheap, adaptable and easy to deploy solution, but they are not a key element in our work. Indeed, they can be replaced by any other smart device that is more complex. During our development, we have also employed smartphones acting as beacons, which allow for a more complex behaviour in the applications, adding extra functionality to the system. This would be the ideal scenario since it would allow, for example, to exchange information between devices that are working towards a common objective, resulting in a better management of resources and an improved final solution.
