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Pembimbing: Adhitya Bhawiyuga, S.Kom., M.Sc., dan Ari Kusyanti, S.T., M.Sc.
Serangan cross site scripting (XSS) merupakan salah satu kerentanan yang paling
sering ditemukan dalam aplikasi web. Sayangnya, tidak semua pengembang
aplikasi dan tim security fasih terhadap kerentanan web secara menyeluruh
(Khan et al., 2017). OWASP Code Review merupakan dokumen tertulis yang
menjelaskan mengenai kaidah, aturan, dan standar yang baik dalam analisis kode
aplikasi web. Selain itu, proses vulnerability assessment juga dapat membantu
penemuan kerentanan dengan waktu yang lebih efisien. Penelitian ini akan
membangun suatu sistem aplikasi yang dapat melakukan proses vulnerability
assessment berdasarkan kaidah OWASP Code Review. Dalam perancangannya,
didapatkan tujuh pola ekspresi regular yang dapat membantu mengidentifikasi
jenis pelanggaran yang dilakukan dalam potongan kode program dan dua pola
ekspresi regular utama untuk menemukan kerentanan. Selain itu, dirancang pula
lima algoritme pendukung guna memahami bagaimana sistem akan
diimplementasikan. Sistem ini diimplementasikan dalam kerangka kerja Django
dan telah diuji berdasarkan validitas temuan, penggunaan cpu, dan response
time. Berdasarkan hasil pengujian yang dilakukan, sistem yang dibangun terbukti
dua kali lebih baik dalam penemuan kerentanan cross site scripting.
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Cross site scripting (XSS) attacks is one of the most discovered vulnerabilities in
the web application. Unfortunately, not all software engineer and security
engineering team fluent aganist all of the web vulnerabilities (Khan et al., 2017).
OWASP Code review is a written document explaining about principles, rules,
and standards about web application source code analysis. Furthermore,
vulnerability assessment process can also aid in more efficient web application
vulnerability discoveries. This research will also build a system that can perform
vulnerability assessment according to OWASP Code Review. In the system design
phase, there are seven regular expression patterns that can help to identify
security violation from the chunk of source code dan two main regular
expressions patterns to find vulnerabilities. Moreover, there are five algorithm
design in order to understands how the system will be implemented. The system
is implemented with Django Framework and have been tested based on validity,
cpu usage, and response time. According to the test result, the system built is
better than discovering cross site scripting.
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Cross Site Scripting (XSS) merupakan suatu teknik hacking dimana seorang
hacker dapat menginjeksi serta menjalankan kode javascript berbahaya pada
website (Farah et al., 2016). Kerentanan ini dapat terjadi pada aplikasi web yang
menerima masukan dari pengguna tanpa melakukan sanitasi dan juga validasi.
Ada tiga tipe XSS yaitu Reflected XSS, DOM-based XSS, dan juga Stored XSS.
Dampak yang diberikan dari tiap tipe berbeda beda tetapi secara garis besar XSS
dapat menyebabkan berbagai macam serangan seperti pengambilan session,
cookie, perubahan password, hingga gangguan user experience.
Berdasarkan data yang dikumpulkan platform bug bounty hackerone pada
2019, XSS berada diperingkat pertama sebagai bug security paling berpengaruh
dan juga paling banyak diberikan bayaran pada 2019 (Hackerone, 2019). Hal ini
senada dengan OWASP Top Ten Web Application Security Risk yang terus
memposisikan XSS di sepuluh kerentanan paling berbahaya setiap riset dilakukan
(Saad et al., 2017). Hal ini menunjukkan kepada kita bahwa XSS merupakan
kerentanan yang sangat berbahaya dan beredar di sekitar kita tanpa kita sadari.
Salah satu upaya dalam mencegah serangan cross site scripting adalah
dengan melakukan proses vulnerability assessment. Vulnerability assessment
adalah proses menentukan celah keamanan dari sistem yang berkemungkinan
untuk diretas oleh hacker baik dari dalam maupun luar organisasi dengan tujuan
mendapatkan data penting, keuntungan finansial, atau tindakan perlawanan
lainnya (Umrao, Kaur, dan Gupta 2012). Masalah utama dari vulnerability
assessment adalah kurangnya pengetahuan tim security dari ancaman terbaru
maupun ancaman lama (Khan et al., 2017)). Kesalahan manusia saat konfigurasi
sistem dan penggunaannya merupakan faktor lain yang menyebabkan
pentingnya vulnerability assessment.
Kebutuhan terhadap proses vulnerability assessment yang baik mendorong
OWASP ― Open Web Application Security Project ― sebagai organisasi
keamanan web internasional untuk mendokumentasikan proses pengujian dan
code review yang dituliskan dalam buku elektronik bernama OWASP Web
Security Testing Guide dan semenjak tahun 2006 proses code review dituliskan
pada OWASP Code Review. Pada OWASP Code Review bagian pencegahan
serangan Cross Site Scripting ― Prevention Guide ― terdapat delapan aturan
mengenai pencegahan kerentanan Cross Site Scripting berjenis reflective dan
stored serta ada satu bab khusus yang membahas mengenai DOM based XSS.
Sebelumnya, telah ada berbagai aplikasi yang melakukan proses vulnerability
assessment kerentanan web cross site scripting dengan pendekatan analisis
statis diantaranya Vulny Code Static Analysis dan insideVuln. Namun, pada
pembuatannya tidak dilibatkan suatu standar ataupun metode tertentu sebagai
dasar pengujiannya. Dengan demikian, diperlukan suatu penelitian yang
melakukan pendekatan berbeda dengan menerapkan standar dan metode yang
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telah ada. Oleh sebab itu, peneliti akan membuat suatu tools vulnerability
assessment guna menemukan kerentanan cross site scripting yang berdasarkan
dengan kaidah kaidah OWASP Code Review.
1.2 Identifikasi Masalah
Aplikasi untuk identifikasi vulnerability assessment tools yang ada saat ini
tidak melibatkan suatu standar ataupun metode tertentu sebagai dasar
pencarian kerentanannya. Hal ini dapat memungkinkan kesalahan temuan
kerentanan baik false positive maupun false negative. Solusi yang dilakukan
untuk menjawab permasalahan tersebut adalah membuat suatu vulnerability
assessement tools yang menerapkan standar yang telah ada.
1.3 Rumusan masalah
1. Bagaimana mengimplementasikan OWASP Code Review untuk vulnerability
assessment tools?
2. Bagaimana hasil uji dari implementasi vulnerability assessment tools?
3. Bagaimana performa sistem saat menjalankan vulnerability assessment?
1.4 Tujuan
1. Membuat rancangan vulnerability assessment tools berdasarkan OWASP
Code Review dengan jenis kerentanan Cross Site Scripting
2. Menguji tools yang telah dibuat dengan skenario yang telah dipersiapkan
sebelumnya
3. Mengetahui performa dari vulnerability assessment tools berdasarkan tiap
skenario yang telah dipersiapkan
1.5 Manfaat
Penelitian ini diharapkan mampu memudahkan proses vulnerability
assessment dan pengujian kualitas di perusahaan. Selain itu, penelitian ini juga
diharapkan mampu membantu identifikasi vulnerability oleh developer tanpa
perlu melibatkan security engineer sehingga dapat menjadi referensi untuk
pengembangan aplikasi yang aman dari cross site scripting.
1.6 Batasan masalah
Batasan-batasan masalah dari penelitian ini yaitu:
1. Penelitian ini hanya menguji XSS berjenis reflected XSS dan stored XSS.
2. Penelitian ini hanya menguji backend dengan bahasa pemrograman
hypertext preprocessing standar.
1.7 Sistematika pembahasan
Sistematika penyusunan skripsi ini menggunakan kerangka penyusunan yang
terbagi menjadi tujuh bagian dengan subbab-subbab yang ada didalamnya.
Berikut merupakan susunan dari skripsi ini:
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BAB 1 PENDAHULUAN
Bab ini menjelaskan mengenai latar belakang mengapa dilakukannya
penelitian pada implementasi Cross Site Scripting Vulnerability Assessment tools
berdasarkan OWASP Code Review, rumusan masalah, tujuan dan manfaat dari
penelitian, batasan masalah dari lingkup penelitian dan sistematika pembahasan.
BAB 2 LANDASAN KEPUSTAKAAN
Bab ini menjelaskan mengenai teori, konsep, metode, dan sistem dari
literatur ilmiah yang berkaitan dengan implementasi Cross Site Scripting
Vulnerability Assessment tools berdasarkan OWASP Code Review. Bagian ini juga
menjelaskan mengenai kajian pustaka penelitian penelitian terdahulu yang
dianggap berkaitan dengan penelitian yang akan dilakukan.
BAB 3 METODOLOGI PENELITIAN
Bab ini membahas mengenai tipe penelitian, strategi dan rancangan
penelitian, tahapan penelitian, metode dan teknik, serta peralatan pendukung
yang digunakan.
BAB 4 PERANCANGAN
Bab perancangan akan membahas mengenai perancangan aplikasi
vulnerability assessment yang dibuat yang secara umum terdiri dari perancangan
algoritme, perancangan ekspresi regular, dan juga perancangan antarmuka.
BAB 5 IMPLEMENTASI
Bab implementasi membahas mengenai implementasi dari hasil perancangan
yang telah dibuat dan juga proses pembangunan aplikasi yang telah dirancang
sebelumnya.
BAB 6 PENGUJIAN DAN ANALISIS
Bab pengujian akan membahas mengenai skenario uji yang disiapkan,
ringkasan hasil pengujian perangkat lunak, analisis data, dan evaluasi hasil
penelitian secara keseluruhan.
BAB 7 PENUTUP
Bab ini berisi ringkasan dari capaian penelitian dan saran untuk
pengembangan lebih lanjut.
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BAB 2 LANDASAN KEPUSTAKAAN
2.1 Kajian Pustaka
Pada penelitian yang dilakukan oleh Sivanesan dan kawan kawan, telah
dikembangkan suatu ekstensi browser dengan kurang lebih 10 sampel attack
vector. Penelitian ini juga telah menganalisa pattern serangan dengan bentuk
direct attack, multi format dan juga DOM based attack pattern (Sivanesan et al.,
2018). Tetapi penelitian ini tidak menjelaskan lebih lanjut mengenai persebaran
serangan seperti pada baris berapa kerentanan itu hadir dan berapa tingkat
bahayanya. Hal ini menyebabkan pekerjaan developer kurang efisien karena
harus menganalisa sendiri hasil dari ekstensi tersebut. Selain itu, penelitian ini
lebih berfokus pada DOM Based XSS dan HTML5 tag yang digunakan sebagai
sampel dan tidak berdasarkan OWASP Web Application Testing Guide dan
OWASP Code Review.
Penelitian yang dilakukan oleh Zhang berjudul “Cross-site scripting attack in
social network ― APIs” telah dilakukan studi sistematik dan analisis mengenai
kerentanan XSS pada API sosial media dan dapat digunakan untuk mendeteksi
berbagai isu mengenai respon API, inkonsistensi penanganan masukan pengguna
dan kesalahan respon API. Ia merancang sebuah tools untuk menganalisa
kerentanan desain dan implementasi Restful API pada jaringan sosial (Zhang et
al., 2018)
Penelitian mengenai XSS lainnya berjudul “Detecting Cross Site Scripting
Vulnerabilities Introduced by HTML5” yang dilakukan oleh Dong membahas
mengenai Cross Site Scripting kerentanan XSS pada sistem surat elektronik dan
dikembangkan menggunakan java. Penelitian ini diimplementasikan dengan
mengimpor Java Mail Development Kit, Mengumpulkan attack vector yang ada
dan menyimpannya ke dalam repositori. Kunci utama dari penelitian ini adalah
pendekatan untuk menginjeksi attack vector ke checkpoint yang telah ditentukan.
Checkpoint yang diuji coba yaitu bagian judul, badan surat, judul lampiran, nama
lampiran, dan nama pengirim.
Penelitian lainnya yang telah menggunakan OWASP Testing Guide dilakukan
oleh Yumnun dan kawan kawan. Pada penelitian tersebut, dilakukan
pengembangan dari OWASP Mobile Application Testing Guide. Penelitian ini
lebih berfokus pada keamanan data yang terdapat pada file .apk dan juga
berbasis android. Penelitian ini mengimplementasikan proses decompiling serta
melakukan analisa statis terhadap file apk yang telah diupload. Analisa statis
adalah kegiatan pencarian celah tanpa melakukan proses debugging (Yumnun, et
al., 2019). Analisis statis yang dilakukan diawal proses system development life
cycle (SDLC) akan membantu untuk mengidentifikasi masalah dengan biaya yang
lebih minim dan lebih efisien (Novikov, et al., 2017).
Penelitian yang dilakukan Tanjila Farah dan kawan kawan menggunakan
perspektif berbeda. Pada penelitian berjudul “Assessment of Vulnerability of
Web Application of Bangladesh: A case study of XSS & CSRF”, ia menjelaskan
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vulnerability assessment XSS & CSRF dan analisis data dari serangan di
Bangladesh. Penelitian ini mengulas metodologi injeksi XSS lebih dalam.
Penelitian terdahulu terkait analisis statis, cross site scripting, ataupun owasp
yang digunakan sebagai salah satu acuan penelitian dapat dilihat pada tabel 2.1
dan aplikasi terdahulu yang digunakan untuk analisis statis serta terdapat cross
site scripting didalamnya dapat dilihat pada tabel 2.2
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Vulnerability adalah suatu kelemahan pada sistem yang dapat dieksploitasi
oleh seorang penjahat untuk menjalankan hal hal yang tidak sah serta tidak
diizinkan oleh sistem komputer. Vulnerability juga bisa kita anggap sebagai
lingkup serang jika kita berada pada perspektif penjahat yang ingin menembus
sistem. Penyebab dari hadirnya Vulnerability mencakup namun tidak terbatas
pada lemahnya password, buruknya penulisan sumber kode, kurangnya validasi
input, dan miskonfigurasi sistem.
Vulnerability assessment adalah proses menentukan celah keamanan dari
sistem yang berkemungkinan untuk diretas oleh hacker baik dari dalam maupun
luar organisasi dengan tujuan mendapatkan data penting, keuntungan finansial,
atau tindakan perlawanan lainnya (Umrao, Kaur, dan Gupta 2012). Masalah
utama dari vulnerability assessment adalah kurangnya pengetahuan tim security
dari ancaman terbaru maupun lama (Khan et al., 2017).
Berdasarkan metode yang digunakan saat assessment, kegiatan vulnerability
assessment dapat dibedakan menjadi tiga. yaitu active testing dimana proses
assessment dan testing mencakup data baru yang ditemukan atau dimasukkan,
passive testing dimana proses assessment dan testing tanpa memberikan data
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test, dan network testing dimana prosesnya mencakup perhitungan keadaan
jaringan. (Khera, 2019).
Gambar 2.1 Tahap Vulnerability Assessment
Gambar 2.1 merupakan langkah langkah yang dilakukan dalam kegiatan
vulnerability assessment yang terdiri dari pengujian, analisis, perhitungan resiko,
dan remediasi. Tahap pertama, pengujian atau biasa dikenal sebagai vulnerability
identification merupakan tahap penyusunan daftar lengkap dari kerentanan
aplikasi. Pada tahap pertama akan dilakukan pengecekan tingkat kerentanan
aplikasi, server, ataupun sistem lain menggunakan alat terautomasi ataupun diuji
dan dievaluasi secara manual. Tahap kedua merupakan tahap dimana hasil dari
pengujian akan dianalisa lebih lanjut dan dicari akar masalahnya satu persatu.
Tahap kedua bisa dianggap sebagai tahap identifikasi darimana kerentanan pada
suatu sistem ataupun aplikasi hadir. Tahap ketiga, risk assessment merupakan
tahap pemeringkatan kerantanan dari tingkat kerentanan tinggi hingga rendah.
Tingkat kerentanan dipengaruhi dari sistem yang terdampak, data yang
terdampak, tingkatan bisnis, kemudahan serangan, potensi kelanjutan serangan
dan lain sebagainya. Tahap remediasi adalah bagian terakhir dari lingkar
vulnerability assessment. Tahap ini membahas mengenai bagaimana sistem yang
telah diuji dapat dilindungi dan dimaksimalkan aspek keamanannya. Kegiatan ini
biasanya dilakukan bersama antara para pegawai dari perusahaan terkait dan
juga penguji keamanan.
2.3 Cross Site Scripting
Cross Site Scripting (XSS) pada dasarnya adalah serangan code injection
dimana script dimasukkan sebagai kode berbahaya. script yang telah diinjeksi ini
bisa dibuat dengan nyaris semua client side script seperti javascript, vbscript, dan
actionscript. Kerentanan ini memungkinkan berbagai ancaman keamanan. Hal ini
termasuk pencurian identitas, akses informasi sensitif dan terbatas, mengubah
fungsionalitas web, dan juga ancaman denial of service. Kerentanan ini hadir
diakibatkan oleh kurangnya sanitasi masukan yang disiapkan sistem sehingga
tempat input tersebut menjadi tempat dimasukkannya script. Hal ini menjadi
lebih berbahaya saat munculnya teknologi AJAX dan web 2.0 (malviya, 2013). XSS
dibagi menjadi tiga yaitu Reflected XSS, Stored XSS, dan DOM XSS.
2.3.1 Stored Cross Site Scripting
Pada serangan XSS berjenis stored, kode berbahaya yang dimasukkan akan
tersimpan secara permanen di server korban. Pada tipe serangan ini, penyerang
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pertama tama akan mencari kerentanan aplikasi web. Jika kerentanan aplikasi
web ini ditemukan, ia akan memasukkan script berbahaya yang dapat mengambil
informasi rahasia pengguna atau ancaman kerusakan lainnya. Ketika pengguna
mengakses halaman web aplikasi yang telah dimasukkan script jahat, maka script
tersebut akan dieksekusi oleh browser dan mengirimkan informasi rahasia
pengguna ke penyerang. Stored XSS ketika masukan pengguna disimpan didalam
database web. Contoh aplikasi yang sering diserang adalah blog, forum,
komentar, ataupun profile.
2.3.2 Reflected Cross Site Scripting
Berbeda halnya dengan stored XSS, reflected XSS adalah serangan dimana
kode yang dimasukkan tidak bertahan pada server. Pada serangan reflected XSS
yang dilakukan penyerang adalah mengirimkan tautan berbahaya ke pengguna
atau menanamkan tautan ke halaman web di server lain sehingga disaat
pengguna mengkliknya, kode yang terinjeksi akan mengirimkan informasi rahasia
pengguna karena browser menganggap itu merupakan request dari sumber yang
sama.
2.3.3 DOM based Cross Site Scripting
DOM XSS merupakan serangan XSS dimana kondisi DOM pada browser
korban diubah menjadi script berbahaya, sehingga kode pada sisi client berjalan
dengan kondisi yang tidak biasa. Serangan ini cukup berbeda dari dua serangan
sebelumnya karena mengancamnya tidak sebesar kedua serangan diatas serta
berada di sisi client.
2.4 Code Review
Code review merupakan praktik analisis source code secara manual dengan
tujuan meningkatkan kualitas perangkat lunak seperti pemeliharaan dan
keandalan (Dibiase et al., 2016). Peninjauan ini merupakan tahapan yang
penting untuk menjamin keamanan perangkat lunak karena hanya kode yang
berhasil melewati review yang boleh diimplementasikan (Nelson et al., 2004).
disisi lain, modern code review merupakan evolusi dari code review dengan
beberapa karakteristik seperti penggunaan tools, dilakukan secara rutin, asinkron,
dan informal (Rigby et al., 2012) (Dibiase et al., 2016). Berikut 8 praktik terbaik
dalam melakukan security code review (vermeer, B. 2020):
1. Sanitasi dan validasi semua masukan seperti data, file, events, sistem
response, dan cookie.
2. Jangan simpan data rahasia dalam konfigurasi ataupun kode
3. Uji coba kerentanan yang diberitakan oleh aplikasi sumber terbuka pihak
ketiga yang digunakan
4. implementasikan autentikasi keamanan
5. implementasikan kaidah least privileges
6. pelihara data sensitif dengan hati hati.
7. Lindungi dari serangan yang umum terjadi
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8. lakukan static analysis secara terautomasi.
2.5 Open Web Application Security Project
Open Web Application Security Project adalah lembaga non profit yang
bertujuan untuk meningkatkan keamanan perangkat lunak khususnya web.
Lembaga ini merupakan lembaga terbuka yang didedikasikan untuk siapapun
agar dapat memahami, mengembangkan, mendapatkan, mengelola, dan
mengoperasikan aplikasi yang terpercaya. OWASP merupakan lembaga yang
terpercaya dalam hal keamanan aplikasi yang telah berjalan hingga 19 tahun.
Semua dokumen, tools, dan forum OWASP tidak berbayar.
2.5.1 OWASP Top 10
OWASP Top 10 merupakan suatu dokumen standar keamanan yang
ditujukan untuk para pengembang aplikasi dan juga security engineer web.
Dokumen ini merepresentasikan konsensus yang luas terkait keamanan web
kritis yang perlu ditanggulangi. OWASP Top 10 juga diadopsi oleh berbagai
perusahaan untuk meminimalisir resiko serangan pada sisi web. Daftar
Kerentanan yang termasuk pada OWASP Top 10 tahun 2017 dapat dilihat pada
tabel 2.3
Tabel 2.3 OWASP Top 10 - 2017
No Jenis Kerentanan Deskripsi
1 Injection Kerentanan Injeksi termasuk SQL, NoSQL, OS, LDAP
yang terjadi dikala data tak terpercaya dikirimkan
sebagai bagian dari query atau command. Hal ini
menyebabkan sistem mengeksekusi command




Kerentanan ini terjadi dikala fungsi aplikasi yang
berkaitan tentang autentikasi dan manajemen
session tidak diimplementasikan dengan baik, Hal
ini menyebabkan penyerang untuk menyusupi
password, kunci, token session, ataupun
mengeksploitasi kelemahan implementasi lainnya
untuk menggunakan identitias pengguna lain
secara permanen ataupun sementara.
3 Sensitive Data
Exposure
Kerentanan ini terjadi dikarenakan banyaknya
website yang tidak melindungi data sensitif seperti
data finansial, kesehatan ataupun PII. Data ini bisa
dicuri ataupun dimodifikasi oleh penyerang untuk
melakukan penipuan kartu kredit, pencurian
identitas, ataupun hal lainnya.
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4 XML External Entities
(XXE)
XXE terjadi karena banyaknya pemroses XML tua
dan juga pemroses XML yang tidak dikonfigurasi
dengan baik. Proses serangan terjadi dikala
external entities yang dimasukkan mengungkapkan
data internal seperti pengananan URI, file file
internal, port scan internal, remote code
execution, dan juga denial of service.
5 Broken Access Control Pembatasan terhadap apa yang pengguna
terautentikasi bisa lakukan terkadang kurang
dilakukan. Broken access control terjadi disaat
penyerang mengeksploitasi akses tak berautorisasi
seperti data maupun fungsionalitas sistem seperti
mengakses akun pengguna lain, melihat file
sensitif, memodifikasi data pengguna lain,
mengubah hak akses, dan lain sebagainya
6 Security
Misconfiguration
Security misconfiguration terjadi karena tak
amannya konfigurasi default yang ada, tidak
selesainya konfigurasi, terbukanya penyimpanan
cloud, ataupun kesalahan konfigurasi HTTP header,




XSS terjadi dikala aplikasi memasukkan data tak
terpercaya ke halaman web tanpa validasi dan
escape yang benar, atau memperbarui web page
dengan data yang diberikan user menggunakan API
yang dapat memodifikasi HTML ataupun JS. XSS
mengizinkan penyerang mengeksekusi script pada
browser korban dan membajak session.
8 Insecure
Deserialization
Kerentanan ini terjadi karena tidak amannya
proses deserialisasi dari byte menjadi string
sehingga dapat digunakan untuk melakukan





Hal ini terjadi dikala sistem yang dibangun
menggunakan komponen yang memiliki
kerentanan didalamnya. Hal ini terjadi dalam
pengunaan framework, modul, ataupun library.
10 Insufficient Logging &
Monitoring
Kerentanan ini diakibatkan oleh kurangnya
pencatatan log, monitoring, integrasi dan proses
respon insiden yang menyebabkan penyerang
dapat masuk lebih dalam pada sistem seperti
membuat celah sehingga dapat mempertahankan
akses, melakukan pivot ke sistem lain,
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menghancurkan data, mengubah data, ataupun
mencuri data.
Sumber: OWASP, 2017
Sepuluh kerentanan aplikasi web pada tahun 2017 terdiri dari serangan
Injeksi seperti injeksi SQL, NoSQL, OS, dan LDAP; Sensitif data yang ditemukan
pada aplikasi web ataupun API; Lemahnya fungsi autentikasi seperti manajemen
session dan kesalahan implementasi autentikasi; Buruknya konfigurasi XML
dokumen eksternal; Kurangnya Akses Kontrol; Miskonfigurasi Keamanan; Cross
Site Scripting; Penggunaan deserialisasi yang tidak aman; Penggunaan komponen
dengan aplikasi atau versi yang rentan; dan kurangnya monitoring dan
pencatatan log.
2.5.2 OWASP Code Review
OWASP Code Review merupakan dokumen pengulasan kode aplikasi web.
OWASP Code Review pada awalnya merupakan bagian dari OWASP Web Security
Testing Guide tetapi semenjak 2006 mulai dibuat proyek pembuatan dokumen
mandiri mengenai pengulasan kode ini karena dianggap cakupannya yang luas
dan perlu difokuskan pada satu dokumen tersendiri.
OWASP code review difokuskan sebagai dokumen yang mengulas
mengenai aspek kerentanan keamanan sistem aplikasi baik secara fitur dan
desain bersamaan dengan akar permasalahan yang perlu ditemukan. Perlu
dipahami pula bahwa OWASP code review perlu disinergikan dengan komponen
eksternal, konfigurasi, serta sumber kode aplikasi untuk memaksimalkan temuan
kerentanan.
Salah satu bagian dari OWASP Code Review adalah pedoman pencegahan
serangan yang juga dibuat oleh OWASP yang dikenal sebagai OWASP Code
Review - Prevention Guide. Pada pedoman pencegahan ini, terdapat semua jenis
kerentanan yang terdapat pada OWASP Top 10 dimana Cross Site Scripting
Berada diantaranya.
2.5.2.1 Pencegahan XSS Aturan Pertama
Aturan pertama dari pencegahan cross site scripting adalah dengan tidak
meletakkan data tak terpercaya apapun ke dokumen HTML kecuali kondisi
kondisi pada aturan ke dua hingga keenam dapat dipenuhi. Hal ini dikarenakan
banyaknya konteks aneh yang ada dalam HTML sehingga aturan enkoding untuk
mencegah terjadinya XSS bisa menjadi sangat rumit. Tidak ada alasan baik
apapun yang memperbolehkan data tak terpercaya pada bagian konteks ini. Hal
ini termasuk konteks bersangkar seperti uniform resource locator didalam
javascript. Setidaknya ada lima tempat utama yang perlu dihindari untuk
mencegah XSS antara lain
didalam tag script pada Tabel 2.4
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Tabel 2.4 Kerentanan XSS Dalam Tag Script
<script>...JANGAN LETAKKAN DATA TAK TERPERCAYA
DISINI...</script>
didalam HTML comment pada Tabel 2.6
Tabel 2.5 Kerentanan XSS Dalam HTML Comment
<!--...JANGAN LETAKKAN DATA TAK TERPERCAYA DISINI...-->
didalam nama attribute:
Tabel 2.6 Kerentanan XSS Dalam Nama Atribut
<div ...JANGAN LETAKKAN DATA TAK TERPERCAYA DISINI...=test
/>
didalam nama tag pada Tabel 2.7
Tabel 2.7 Kerentanan XSS Dalam Nama Tag
<JANGAN LETAKKAN DATA TAK TERPERCAYA DISINI...
href="/test" />
didalam CSS pada Tabel 2.8
Tabel 2.8 Kerentanan XSS Dalam CSS
<style>
...JANGAN LETAKKAN DATA TAK TERPERCAYA DISINI...
</style>
hal terpenting adalah bahwa jangan menerima kode javascript dari
sumber manapun dan menjalankannya.
2.5.2.2 Pencegahan XSS Aturan Kedua
Aturan kedua adalah kondisi dimana kita perlu memasukkan data pada
bagian body HTML. Hal ini termasuk memasukkannya pada tag tag biasa seperti
div, p, b, td. Banyak rangka kerja web memiliki metode HTML enkoding untuk
karakter karakter yang dijelaskan pada tabel X. Tetapi, hal ini tidak cukup untuk
konteks HTML lainnya. Sehingga perlu mengimplementasikan aturan aturan
lainnya pula.
Enkode karakter karakter utama seperti &, <, >, “, ‘ terbilang efektif untuk
mencegah kemungkinan perubahan masukan user menjadi serangan yang dapat
dieksekusi seperti script, style dan event handlers.
14
2.5.2.3 Pencegahan XSS Aturan Ketiga
Aturan ketiga adalah aturan untuk meletakkan data yang tak terpercaya
pada suatu nilai atribut seperti lebar, nama, dan nilai. Aturan ini tidak boleh
digunakan pada atribut kompleks seperti href, src, dan style. atau event handler
seperti onmouseover. Perlu digaris bawahi bahwa aturan event handler harus
mengikuti aturan keempat untuk Nilai Data HTML Javascript.
Contoh untuk unquoted attribute dapat dilihat pada Tabel 2.9
Tabel 2.9 Kerentanan XSS Pada Atribut Tanpa Tanda Petik
<div attr=...LAKUKAN PROSES ENKODING SEBELUM MELETAKKAN
DATA DARI PENGGUNA AKHIR DISINI...>content
Contoh untuk single quoted attribute dapat dilihat pada Tabel 2.10
Tabel 2.10 Kerentanan XSS Pada Atribut Dengan Satu Tanda Petik
<div attr='...LAKUKAN PROSES ENKODING SEBELUM MELETAKKAN
DATA DARI PENGGUNA AKHIR DISINI...'>content
Contoh untuk double quoted attribute dapat dilhat pada Tabel 2.11
Tabel 2.11 Kerentanan XSS Pada Atribut Dengan Dua Tanda Petik
<div attr="...LAKUKAN PROSES ENKODING SEBELUM MELETAKKAN
DATA DARI PENGGUNA AKHIR DISINI...">content
Perlu diingat bahwa sistem yang dibangun wajib melakukan enkoding
pada semua karakter ascii selain alfanumerik dan dibawah 256 dengan format
“&#xHH;” untuk mencegah perubahan nilai atribut yang berpotensi pada
serangan XSS.
Alasan dari luasnya aturan ini adalah karena developer sering membuat
atribut tanpa tanda petik. atribut yang diberikan petik secara benar hanya dapat
ditembus dengan petik yang sama.
atribut tanpa petik bisa diserang dengan berbagai macam karakter
termasuk [spasi], %, *, +, -, ;, <, =, >, ^, |, ,.
2.5.2.4 Pencegahan XSS Aturan Keempat
Aturan keempat berkaitan dengan kode javascript yang dibuat secara
dinamik, baik blok kode dan atribut event handler. Satu satunya tempat aman
untuk meletakkan data tak terpercaya pada kode ini adalah didalam tanda petik
dua. Memasukkan data tak terpercaya kedalam bagian lainnya dalam javascript
sangatlah berbahaya karena mengubah konteks eksekusi dengan karakter
karakter seperti titik koma, sama dengan, plus, dan masih banyak lagi, sehingga
perlu digunakan dalam kehati hatian.
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Didalam string berpetik dapat dililhat pada tabel 2.12
Tabel 2.12 Kerentanan XSS Pada String Berpetik
<script>alert('...LAKUKAN PROSES ENKODING SEBELUM
MELETAKKAN DATA DARI PENGGUNA AKHIR DISINI...')</script>
Didalam ekspresi berpetik dapat dilihat pada Tabel 2.13
Tabel 2.13 Kerentanan XSS Pada Ekspresi Berpetik
<script>x='...LAKUKAN PROSES ENKODING SEBELUM MELETAKKAN
DATA DARI PENGGUNA AKHIR DISINI...'</script>
Didalam event hendler berpetik dapat dilihat pada Tabel 2.14
Tabel 2.14 Kerentanan XSS Pada Event Handler Berpetik
<div onmouseover="x='...LAKUKAN PROSES ENKODING SEBELUM
MELETAKKAN DATA DARI PENGGUNA AKHIR DISINI...'"</div>
Perlu diingat pula bahwa ada fungsi javascript yang tidak pernah boleh
diperbolehkan untuk menggunakan data tak terpercaya dari pengguna. Bahkan
dalam kondisi di enkode seperti Tabel 2.15
Tabel 2.15 Fungsi Dengan Kerentanan XSS
<script>
window.setInterval('...LAKUKAN PROSES ENKODING SEBELUM
MELETAKKAN DATA DARI PENGGUNA AKHIR DISINI...');
</script>
Sistem yang dibangun harus melakukan enkoding \xHH pada semua
karakter dibawah ASCII 256 kecuali karakter alfanumerik. Hal tersebut
dimaksudkan untuk mencegah perubahan nilai suatu data menjadi script
berkonteks serangan atau attribut lain. Perlu diingat juga bahwa sistem yang
dibangun tidak diperbolehkan menggunakan escape shortcut seperti \” karena
hal ini dapat ditembus dengan menambahkan \ backslash.
Jika event handler diberikan tanda petik, maka serangan XSS hanya bisa
dilakukan jika dan hanya jika penyerang memasukkan tanda petik yang sama.
Sehingga hal ini masih memungkinkan serangan.
2.5.2.5 Pencegahan XSS Aturan Kelima
Aturan kelima adalah kondisi dimana sistem perlu meletakkan data tak
terpercaya pada tag style atau sheet tag. Sayangnya, CSS cukup kuat dan dapat
digunakan untuk berbagai serangan. Sehingga sistem hanya boleh memasukkan
data tak terpercaya tersebut ke nilai properti dan tidak memasukkannya ke
tempat lain pada CSS. Sistem yang dibangun juga perlu menghindari penggunaan
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data tak terpercaya pada properti CSS kompleks seperti url, behaviour, ataupun
-moz-binding.
Sistem yang dibangun juga tidak boleh meletakkan data tak terpercaya
pada nilai ekspresi properti browser internet eksplorer yang mengizinkan
penggunaan javascript seperti Tabel 2.16, 2.17, dan 2.18
Tabel 2.16 Kerentanan XSS Pada Nilai Ekspresi Properti
<style>selector { property : ...LAKUKAN PROSES ENKODING
SEBELUM MELETAKKAN DATA DARI PENGGUNA AKHIR
DISINI...; }</style>
Tabel 2.17 Kerentanan XSS Pada Nilai Ekspresi Properti Dengan Petik
<style>selector { property : "...LAKUKAN PROSES ENKODING
SEBELUM MELETAKKAN DATA DARI PENGGUNA AKHIR
DISINI..."; }</style>
Tabel 2.18 Kerentanan XSS Pada Nilai Ekspresi Properti Atribut Span
<span style="property : ...LAKUKAN PROSES ENKODING SEBELUM
MELETAKKAN DATA DARI PENGGUNA AKHIR DISINI...">text</span>
Ada beberapa konteks CSS yang tidak pernah diperbolehkan
menggunakan data tak terpercaya sebagai masukan bahkan meski sudah di
enkode. perlu dipastikan pula bahwa uniform resource locator yang ada pada
CSS hanya dapat dimulai dengan http dan bukan javascript. Contoh dari kasus ini
bisa dilihat pada tabel 2.19
Tabel 2.19 Kerentanan XSS Pada Bagian URL
{ background-url : "javascript:alert(1)"; } // and all
other URLs
{ text-size: "expression(alert('XSS'))"; } // only in IE
Aturan enkoding yang diterapkan sama dengan aturan ke empat, yaitu
menggunakan \HH pada ascii dibawah nilai 256 dan kecuali alfanumerik. Serta
dilarang menggunakan escaping shortcut \”.
2.5.2.6 Pencegahan XSS Aturan Keenam
Aturan keenam ini berlaku jika sistem ingin menggunakan data tak
terpercaya untuk parameter HTTP GET seperti Tabel 2.20.
Tabel 2.20 Kerentanan XSS Pada Parameter GET
<a href="http://www.somesite.com?test=...LAKUKAN PROSES
ENKODING SEBELUM MELETAKKAN DATA DARI PENGGUNA AKHIR
DISINI...">link</a >
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Karakter yang perlu dienkode untuk mencegah serangan pada bagian ini
adalah semua karakter ascii dibawah 256 kecuali alfanumerik dengan jenis
enkoding %HH. Memasukkan data tak terpercaya pada uniform resource locator
data: tidak boleh diizinkan karena tidak ada satupun pendekatan yang dapat
mencegah serangan ini baik menggunakan enkoding ataupun escaping untuk
mencegah perubahan URL.
Pada aturan ini, sistem juga dilarang untuk melakukan enkoding URL
relatif dan URL absolut dengan URL enkoding. Jika data masukan tak terpercaya
ini mau diletakkan ke href atau src atau URL berjenis atribut lainnya, maka harus
dilakukan validasi sehingga tidak mengarah pada protokol yang tidak diinginkan
khususnya yang bertautan javascript. URL setelah itu juga perlu dienkode sesuai
dengan aturan aturan sebelumnya. Sebagai contoh, URL yang menggunakan href
harus menggunakan enkoding atribut seperti pada Tabel 2.21.
Tabel 2.21 Implementasi Perlindungan URL
String userURL = request.getParameter( "userURL" )







2.5.2.7 Pencegahan XSS Aturan Ketujuh
Jika sistem yang dibangun mengolah masukan tak terpercaya yang
mengandung HTML. Maka data masukan tersebut akan sangat sulit divalidasi.
Enkoding pun akan menjadi sangat sulit, karena hal tersebut memungkinkan tag
tag yang dimasukkan oleh pengguna menjadi tak berguna. Oleh sebab itu,
disarankan untuk menggunakan library yang dapat melakukan parse dan
membersihkan format text HTML. Contohnya seperti HTML purifier di PHP.
2.5.2.8 Pencegahan XSS Aturan Kedelapan
Aturan kedelapan adalah validasi semua URL yang dikirimkan oleh
pengguna dan memastikan tidak ada URL dengan protokol javascript yang dapat
memasuki sistem. Hal ini dikarenakan protokol javascript dapat mengeksekusi
kode Javascript ketika digunakan pada tag seperti anchor href ataupun iframe src.
2.5.2.9 Pencegahan XSS Aturan Kesembilan
Pencegahan XSS aturan kesembilan adalah pencegahan XSS dari serangan




Istilah analisis statis mengacu pada setiap proses penilaian source code tanpa
melakukan eksekusi (Delev et al., 2017)(Yumnun et al. 2019). analisis statis juga
atau yang biasa dikenal juga sebagai analisis sumber kode biasanya dilakukan
sebagai bagian dari code review dan dilakukan pada tahap implementasi System
Development Life Cycle (SLDC). Analisis Statis biasanya mengacu pada proses
menjalankan alat yang mendeteksi kerentanan yang berjenis statis dari sumber
kode dengan menggunakan teknik seperti Taint Analysis atau Data Flow Analysis.
umumnya, alat alat yang mencari kerentanan ini akan menemukan
kerentanan dengan menjalankan analisis statis memiliki kemungkinan tinggi
untuk menemukan cacat pada sumber kode. Namun, hal ini terkadang tidak
termasuk berbagai jenis cacat pada keamanan aplikasi tingkat lanjut. Sehingga,
aplikasi analisis statis biasanya digunakan pada analis untuk membidik dan
mencari pada tingkat pertama kerentanan yang ada dan akan dilanjutkan dengan
eksplorasi mandiri, daripada digunakan untuk menemukan kerentanan secara
utuh.
2.6.1 Data Flow Analysis
Data flow analysis atau analisis aliran data digunakan untuk
mengumpulkan informasi dari data data yang ada saat perangkat lunak berjalan
dan dalam kondisi statis (Wogerer, 2005).
Ada tiga istilah yang biasanya digunakan pada data flow analysis, yaitu
basic block alias kode, control flow analysis alias aliran data, dan control flow
path alias jalur yang suatu data ambil.
2.6.1.1 Basic Block
Basic Block merupakan suatu sekumpulan instruksi yang berurutan di
mana kontrol masuk berada diawal blok kode, kontrol keluar berada diakhir blok
kode, dan blok kode tidak dapat berhenti atau bercabang kecuali di ujungnya
(Wogerer, 2005). Contoh basic block dapat dilihat pada tabel 2.22
Tabel 2.22 Basic Block
$a = 0;
$b = 1;
if ($a == $b)
{ # awal blok
echo “a dan b sama”;
} # akhir blok
else
{ # awal blok
echo “a dan b berbeda”;
} # akhir blok
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2.6.1.2 Control Flow Graph
Control flow graph adalah representasi abstrak dari perangkat lunak yang
menggunakan simpul sebagai representasi basic block. Suatu simpul pada graph
merepresentasikan sebuah blok kode; tepi terarah digunakan untuk
merepresentasikan jalur dari suatu blok kode ke blok kode yang lain. Jika suatu
simpul hanya memiliki tepi keluar saja, maka simpul tersebut adalah blok awal.
Sedangkan jika ia memiliki tepi masukan saja, maka simpul tersebut adalah blok
akhir. Contoh control flow graph dan representasi blok awal dan akhir bisa dilihat
pada gambar 2.2 dengan simpul 1 sebagai blok awal dan node 6 sebagai blok
akhir
Gambar 2.2 Control Flow Graph
2.6.2 Taint Analysis
Taint analysis mencoba untuk mengidentifikasi variabel yang telah
tercemar oleh masukan yang dikontrol oleh pengguna. jika variabel yang tecemar
ini digunakan tanpa disanitasi, maka akan ditandai sebagai suatu kerentanan.
Beberapa bahasa pemrograman telah memiliki pengecekan pencemaran sendiri
yang aktif pada kondisi kondisi tertentu seperti saat penerimaan data melalui CGI.
2.6.3 Lexical Analysis
Lexical analysis mengubah sumber kode yang diberikan menjadi token
token informasi yang berguna untuk mengabstraksikan sumber kode dan
membuatnya lebih mudah untuk dimanipulasi (Sotirov, 2005).
Contoh dari sumber kode PHP sederhana sebelum ditokenkan dapat
dilihat pada Tabel 2.23.
Tabel 2.23 Sumber Kode PHP Sebelum Ditokenkan
<?php $name = "Ryan"; ?>
Contoh sumber kode PHP sederhana setelah ditokenkan dapat dilihat
pada Tabel 2.24.
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Sumber kode yang telah diabstraksikan akan dicocokkan dan dimanipulasi
sehingga memudahkan proses analisis oleh sistem yang dibangun.
2.7 Regular Expression
Regular expression adalah suatu pola yang menjelaskan serangkaian huruf,
digit, titik, garis bawah, tanda persen, dan tanda hubung (Tania et al., 2017).
Regular expression telah dimanfaatkan secara luas di berbagai kebutuhan
pemrograman seperti pencarian berbagai macam teks (Larson et al., 2016).
Regular expression pertama kali diusulkan oleh seorang matematikawan
amerika serikat, Stephen Kleene pada 1956 sebagai kunci efisiensi, fleksibilitas,
dan kekuatan dalam pemrosesan teks. Regular expression mengandung pola
notasi umum yang dapat membantu kita dalam mendeskripsikan dan mengurasi
suatu kalimat. Regular expression dapat menambahkan, mengurangi,
mengisolasi dan secara umum dapat melipat, mengumpar, dan memotong
semau jenis teks dan data dengan bantuan tambahan yang disediakan oleh alat
yang digunakan. Beberapa diataranya adalah bahasa pemrograman seperti C++,
python, dan lain sebagainya, mengintegrasikan regular expression menjadi suatu
sintaks dari inti bahasa pemrograman itu sendiri (Jeffrey, 2011)
fungsionalitas dasar dari regular expression adalah mencocokkan, mengganti,
dan mengekstraksi. fungsi pencocok digunakan untuk mencocokkan sekumpulan
ekspresi yang telah disiapkan sebelumnya dengan data atau informasi dan
mengeksekusi prosedur terkait sesuai dengan teks yang sepadan dengan ekspresi
regular yang telah dibuat. fungsi pengganti digunakan untuk menggantikan teks
ataupun menghapuskan teks dari data tau informasi yang ingin diolah dengan
pencocokan pola teks. Fungsi ekstraksi digunakan untuk mengambil sebagian
rangkaian teks dari rangkaian teks utuh seperti mengekstraksi gambar, teks, dan
pranala halaman jaringan berdasarkan kecocokan pola teks (Hu, 2011). Ekspresi
regular dapat dengan cepat memproses sekumpulan string sulit seperti mencari,
menggantikan, mengekstraksi, dan lain sebagainya. Sehingga kita dapat
menggunakan ekspresi regular untuk berurusan dengan teks seperti bahasa
pemrograman.
ekspresi regular tersusun dari karakter standar seperti a hingga z dan meta
karakter yang digunakan untuk mendeskripsikan sekumpulan string berdasarkan
aturan sintaks tertentu (Zhang, 2009). Meta karakter mengacu pada karakter
khusus yang memiliki dampak signifikan dalam ekspresi regular. ringkasan dari
metakarakter yang digunakan dalam ekspresi regular bisa dilihat pada tabel 2.25
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Tabel 2.25 Ringkasan Meta Karakter Ekspresi Regular
Meta karakter Makna
. sesuai karakter apa saja
[...] sesuai dengan karakter didalam kurung siku
[^...] sesuai dengan semua karakter yang tidak didalam kurung siku
\char digunakan untuk menuliskan karakter meta sebagai karakter
biasa, dapat juga digunakan sebagai karakter li
? diperbolehkan satu karakter, tapi opsional
* diperbolehkan satu angka, tapi opsional
+ wajib satu karakter, boleh lebih dari itu
{min, max} karakter sebanyak min dan tidak lebih dari max
^ berada posisi awal baris
$ sesuai dengan akhir baris
| sesuai dengan ekspresi diantaranya
(...) membatasi alternatif dan melakukan pengelompokan
22
BAB 3 METODOLOGI
Pada bab metodologi, langkah langkah penelitian pada penelitian
“Implementasi Cross Site Scripting Vulnerability Assessment Tools Berdasarkan
OWASP Code Review” dijelaskan dengan maksud memberikan gambaran
mengenai metode yang dilakukan untuk mencapai hasil penelitian yang
diharapkan. Gambar 3.1 menunjukkan diagram alir dari metodologi yang telah
dibangun.
Gambar 3.1 Diagram Alir Metodologi Penelitian
3.1 Lokasi Penelitian
Penelitian berjudul Implementasi Cross Site Scripting Vulnerability
Assessment tool Berdasarkan OWASP Code Review ini dilakukan pada
Laboratorium Komputasi Berbasis Jaringan Fakultas Ilmu Komputer Universitas
Brawijaya, Malang.
3.2 Peralatan Pendukung
Untuk mendukung penelitian, peneliti menggunakan perangkat lunak dan
perangkat keras yang akan berpengaruh pada hasil akhir perhitungan performa
dari tiap skenario uji pada tahap analisis nantinya. Perangkat lunak tersebut yaitu:





5. Visual Studio Code
Adapun perangkat keras yang digunakan yaitu:
1. Processor Onboard Intel Core i7-7700HQ
2. Memory 8GB DDR4
3. nVidia Pascal GeForce GTX 1050 Ti 4GB GDDR5
4. HDD 500 GB
3.3 Studi Kepustakaan
Studi literatur adalah serangkaian kegiatan yang berkenaan dengan metode
pengumpulan data pustaka, membaca, dan mencatat, serta mengelola bahan
penelitian. Pada penelitian ini, dilakukan pencarian referensi penelitian
terdahulu baik terkait kerentanan XSS, Vulnerability Assessment, Ekspresi
Reguler, dan juga OWASP. Selain itu, Pada tahap ini juga dikumpulkan dasar
dasar teori yang berkenaan dengan penelitian antara lain analisis statis, code
review, dan juga OWASP. Literatur diperoleh dari media cetak maupun media
elektronik seperti situs internet terpercaya dan juga artikel publikasi. Literatur
secara mendalam bisa dilihat pada BAB 2.
3.4 Perancangan
OWASP Code Review merupakan sebuah sistem yang dibangun terpisah dari
OWASP Testing Guide yang berfungsi untuk mengulas dan menganalisis lebih
dalam kode yang telah ada sehingga penguji lebih mudah untuk mengulas kode
dengan panduan yang ada.
Perancangan dimulai dengan pembuatan rancangan algoritme dan rancangan
ekspresi regular berdasarkan OWASP Code Review. Setelah itu, dilakukan
perancangan antarmuka yang akan digunakan dalam implementasi sistem.
3.4.1 Perancangan Algoritme
Perancangan algoritme dimulai dengan pembuatan algoritme algoritme yang
sejalan dengan vulnerability assessment. Algoritme yang dibuat antara lain
algoritme untuk mencari kerentanan, algoritme untuk pengecekan kecukupan
sanitasi, algoritme untuk mengkategorikan aturan yang dilanggar pada OWASP,
dan juga algoritme untuk efisiensi jalannya sistem. Penjelasan lebih mendalam
mengenai tiap algoritme bisa dilihat pada Bab 4.
3.4.2 Perancangan Ekspresi Reguler
Perancangan ekspresi reguler adalah tahapan dimana peneliti merancang
ekspresi reguler berdasarkan dokumen OWASP Code Review yang ada. Ada
sebelas ekspresi reguler yang dirancang. dua ekspresi reguler untuk pencarian
kerentanan, satu untuk pengecekan tanda petik, dan sembilan sisanya digunakan
untuk pengecekan jenis kerentanan yang dilanggar.
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3.4.3 Perancangan Antarmuka
Antarmuka yang dirancang terdiri dari dua antarmuka. Pertama adalah
antarmuka halaman utama yang ditujukan untuk mengupload file dan juga
melakukan clone git. Selain itu, Antarmuka yang dirancang adalah antarmuka
yang menunjukkan hasil pengecekan kerentanan.
3.5 Implementasi Sistem
Pada Implementasi sistem, implementasi dilakukan sesuai dengan
perancangan algoritme, perancangan ekspresi regular yang telah dibuat
sebelumnya. Bagian ini juga akan mengimplementasikan perancangan
antarmuka yang telah dibuat sebelumnya. Sistem diimplementasikan dengan
bahasa pemrograman python dan framework django yang dipadukan dengan
ekspresi regular untuk pencarian pola kerentanannya.
3.6 Pengujian
Tahap Pengujian dilaksanakan untuk mengetahui apakah hasil implementasi
dari rancangan yang ada telah berjalan dengan baik dan benar. Pada pengujian
perangkat lunak akan dilakukan pengujian validitas, response time, dan
pengujian cpu usage. Pengujian cpu usage dilakukan
3.6.1 Pengujian Validitas
Pengujian validitas dilakukan dengan membandingkan temuan antara aplikasi
riset dengan aplikasi pengecekan kerentanan sumber terbuka lainnya. Tujuan
dari pengujian validitas adalah untuk mengetahui apakah aplikasi yang dibangun
telah berhasil menemukan kerentanan sesuai dengan OWASP Code Review.
3.6.2 Pengujian Response Time
Pengujian Response time dilakukan dengan menghitung satuan waktu
berjalan disaat aplikasi uji dijalankan hingga hasil pengecekan kerentanan selesai.
Pengujian ini juga membandingkan aplikasi riset dengan aplikasi uji kerentanan
sumber terbuka lainnya dengan maksud melihat efektifitas algoritme yang
dihasilkan oleh aplikasi riset. Data Response Time diambil dari pengecekan
kerentanan dari sepuluh aplikasi php rentan pada github. Tiap aplikasi rentan
dicek sebanyak sepuluh kali dan diambil rata ratanya.
3.6.3 Pengujian CPU Usage
Pengujian CPU Usage dilakukan dengan menghitung pengunaan CPU tertinggi
saat dijalankan. Pengujian ini dimaksudkan untuk memperhitungkan kebutuhan
CPU untuk menjalankan aplikasi riset.
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3.7 Analisis Hasil
Dari hasil pengujian, akan dilaksanakan analisis untuk melihat sejauh mana
kesesuaian hasil pengujian dengan hipotesis awal dan juga tujuan penelitian.
Pada tahap ini, peneliti dapat memahami performa rata-rata perangkat lunak,
persentase cpu yang digunakan, dan juga efektivitas perangkat lunak yang telah
dibuat.
3.8 Pengambilan Kesimpulan
Kesimpulan dari penelitian ini adalah tentang seberapa efektif dan efisien
perangkat lunak vulnerability assessment yang dibuat berdasarkan OWASP Code
Review. Hal ini dapat menggambarkan apakah perangkat lunak yang dibuat
cukup baik untuk digunakan secara luas.
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BAB 4 PERANCANGAN
4.1 Deskripsi Umum Sistem
Penelitian berjudul implementasi cross site scripting vulnerability assessment
tools berdasarkan OWASP code review ini menerapkan vulnerability assessment
dengan menggunakan buku pedoman OWASP Code Review versi 2.1 yang
pembuatannya dipimpin oleh Larry Conklin. Penelitian ini berfokus pada
pembuatan aplikasi vulnerability assessment yang terautomasi sehingga
pengguna cukup mengunggah sumber kode yang diperlukan dan sistem akan
melakukan code review.
Secara sistem, perbedaan penelitian ini dan penelitian yang dilakukan oleh
Luqman H. Yumnun mengenai pencarian kerentanan privasi pada aplikasi mobile
terdapat pada algoritme pencarian, regular expression, dan juga objek masukan
untuk sistem itu sendiri. Peneliti sebelumnya mengembangkan sistem yang
mengolah file .apk yang merupakan aplikasi mobile. Disisi lain, penelitian ini
berfokus pada file .php. Selain itu, Perbedaan juga terdapat pada arsitektur
sistem dimana penelitian sebelumnya menggunakan konsep model, view,
controller dengan codeigniter dalam membangun sistemnya. sedangkan
penelitian ini menggunakan konsep model view template dengan menggunakan
framework django dalam pembangunan sistemnya.
4.2 Perancangan Antarmuka
Perancangan antarmuka adalah tahap pembuatan rancangan tampilan
awal web yang akan berinteraksi dengan pengguna. Ada dua tampilan web yang
dibuat pada penelitian ini, yaitu tampilan menu utama dan tampilan menu
laporan. Gambar 4.1 merupakan rancangan antarmuka untuk menu utama dan
Gambar 4.2 merupakan rancangan antarmuka untuk menu laporan.
Pada Gambar 4.1, ada tujuh nomor yang memiliki makna masing masing.
Nomor pertama merupakan logo sistem yang dibangun pada penelitian ini.
Nomor kedua merupakan tombol yang akan mengarahkan pengguna ke halaman
menu utama untuk mengunggah file yang dibutuhkannya. Nomor ketiga
merupakan halaman pemindaian. Nomor keempat merupakan tombol yang
digunakan untuk mengunggah kode sumber aplikasi yang ingin dipindai. Nomor 5
adalah text box tempat dimasukkannya git address jika pengguna ingin
melakukan pemindaian melalui git. nomor keenam adalah tombol untuk
melakukan git clone dan ketujuh merupakan tombol scan sama dengan nomor
tiga.
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Gambar 4.1 Halaman Utama
Pada Gambar 4.2, ada sembilan nomor yang memiliki makna masing
masing. Nomor pertama merupakan logo sistem yang dibangun pada penelitian
ini. Nomor kedua merupakan tombol yang akan mengarahkan pengguna ke
halaman menu utama untuk mengunggah file yang dibutuhkannya. Nomor ketiga
merupakan halaman pemindaian. Nomor kelima akan berisi teks yang
merupakan nama file yang dipindai. nomor keenam berisi nomor baris yang
ditemukan kerentanannya. nomor ketujuh berisi deskripsi kerentanan yang
dilanggar. nomor kedelapan bersii sumber kode yang rentan. nomor kesembilan
berisi aturan keberapa dari OWASP Code Review Prevention Guide yang
dilanggar.
Gambar 4.2 Halaman Laporan
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4.3 Perancangan Diagram Aktifitas (Activity DIagram)
Perancangan diagram aktifitas adalah tahap pembuatan diagram
mengenai aktifitas aktifitas apa saja yang dilakukan oleh aplikasi yang dibangun
saat digunakan. Perbedaan utama dari diagram aktifitas dan diagram alir adalah
bahwa diagram aktifitas menggambarkan aliran aktifitas dalam sistem yang akan
dirancang, bagaimana tiap aliran terjadi, kondisi yang memecah aliran, dan akhir
dari aliran tersebut.
Gambar 4.3 Activity Diagram Sistem
Dari Gambar 4.3, kita bisa melihat bahwa pengguna akan diminta untuk
mengunggah file yang ingin diuji kerentanan XSS nya. Setelah itu, sistem akan
mengecek ekstensi file yang akan diujikan. Jika file tidak memiliki ekstensi .php
ataupun .html, sistem akan menolak file yang diunggah. Selain itu, sistem akan
menerima file tersebut. Setelah itu, sistem akan menguji kerentanan XSS yang
ada pada file yang diunggah dengan tujuh aturan sesuai dengan anjuran OWASP
yang telah dituliskan menjadi algoritme. Hasil dari pengujian akan ditampilkan





Algoritme sistem yang dibangun adalah rancangan yang dituliskan untuk
mengimplementasikan ekspresi reguler yang tercantum pada OWASP Code
Review. Algoritme sistem digambarkan dengan gambar diagram alir yang dapat
kita lihat pada Gambar 4.4. Gambar tersebut, dimulai dengan pengunggahan file
yang akan dicek kerentanannya. Setelah itu, sistem akan membuka file tersebut
dan membaca baris pertamanya. Sistem akan melakukan pengecekan
kerentanan pada baris tersebut dengan memanggil fungsi check_vuln. jika data
kerentanan ditemukan, maka data tersebut akan ditambahkan. Jika tidak
ditemukan, maka akan dilakukan pengecekan apakah baris tersebut berada
diakhir baris. Jika tidak berada diakhir baris, maka sistem akan melakukan
pengecekan kerentan kembali pada baris file selanjutnya. Jika berada diakhir
baris, maka data akan ditampilkan dan sistem akan berhenti berjalan
Gambar 4.4 Diagram Alir Sistem
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4.4.2 Algoritme Check_Vuln
Algoritme check_vuln adalah bagian dari algoritme sistem yang dibuat
sebagai fungsi tersendiri. Pada diagram alir Gambar 4.5, algoritme ini dimulai
dengan masukan file yang telah dibuka sebelumnya dan juga baris file yang
dikirimkan. Setelah itu, akan dilakukan pengecekan kerentanan XSS. Jika
ditemukan kerentanan XSS, sistem akan menjalankan fungsi skipping. Fungsi ini
secara garis besar berfungsi untuk melewatkan tag yang berada dalam tag atau
biasa kita kenal dengan tag bersangkar. fungsi skipping akan dijelaskan lebih
lanjut pada bagian selanjutnya. Setelah itu, sistem akan mengecek apakah
terdapat baris file didalam tag yang berpotensi memiliki kerentanan XSS, jika
terdapat baris yang rentan, maka kerentanan akan dicatat dan fungsi akan
dihentikan. Jika tidak terdapat kerentanan, maka fungsi akan mengecek apakah
ada tag penutup ataupun EOF. Jika tidak, sistem akan meneruskan perulangan
dengan membaca baris file selanjutnya. Jika ada, maka fungsi akan berhenti.
Gambar 4.5 Diagram Alir Check_Vuln
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4.4.3 Algoritme Vuln
Diagram alir pada Gambar 4.6 merupakan fungsi vuln yang digunakan
pada algoritme fungsi check_vuln. Fungsi ini digunakan untuk melakukan
pengecekan kerentanan secara lebih spesifik. Fungsi ini digunakan untuk
melakukan pengecekan terhadap baris baris pada tag dari file yang berpotensi
terkena serangan pada fungsi sebelumnya. Fungsi ini diawali dengan pengecekan
baris apakah sesuai dengan pattern ekspresi regular yang telah dibuat.
pengecekan pertama mengecek apakah baris mengandung baris yang
mengeluarkan keluaran pada web. seleksi kondisi ekspresi regular kedua
melakukan pengecekan apakah baris yang dicek menggunakan masukan dari
variabel variabel yang mungkin berasal dari pengguna seperti $_GET, $_POST,
ataupun $_COOKIES. Jika salah satu dari kondisi tersebut salah, maka akan
dianggap tidak rentan. Tetapi jika keduanya rentan, akan dilakukan pengecekan
keamanan selanjutnya yang melakukan pengecekan pada fungsi security_check.
Jika kembalian fungsi security_check rentan, maka akan dilanjutkan ke seleksi
kondisi berikutnya yang melihat apakah baris tersebut pernah ditemukan
sebelumnya atau tidak. Jika tidak pernah ditemukan sebelumnya, maka baris
tersebut dianggap rentan.
Gambar 4.6 Diagram Alir Fungsi Vuln
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4.4.4 Algoritme Security_Check
Pada Gambar 4.7 terdapat diagram alir fungsi Security_Check yang
digunakan pada fungsi vuln. Fungsi ini terdiri dari beberapa seleksi kondisi yang
mencakup seleksi kondisi pengenalan aturan keberapa yang mendekati baris
yang terindikasi rentan dan juga apa yang harus dilakukan setelahnya. Dapat
dilihat, bahwa ada 4 jenis level atau tingkatan yang mengkategorikan metode
enkoding seperti apa yang harus dilakukan. Jika masukan yang diberikan untuk
level = 0, maka sudah dipastikan bahwa baris itu rentan. Jika masukan yang
diberikan adalah level = 1 dan tidak mengandung fungsi htmlentities() ataupun
htmlspecialchars(), maka baris tersebut juga rentan. Jika masukan yang diberikan
adalah level = 2 dan tidak mengandung json_encode() atau htmlentities dan
htmlspecialchars, maka baris tersebut juga rentan. Selain itu, jika masukan yang
diterima adalah level = -1 dan tidak mengandung urlencode(), maka baris
tersebut dapat dipastikan rentan. Selain itu semua, baris diindikasikan tidak
rentan.
Gambar 4.7 Diagram Alir Fungsi Security Check
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4.4.5 Algoritme Skipping
Gambar 4.8 merupakan representasi algoritme scanning. Algoritme ini
dimulai dengan memasukkan tag buka dan tag tutup. tag tag yang dimasukkan
tersebut akan dihapus pada list tag berbentuk ekspresi reguler. Setelah itu,
dimasukkan baris yang akan dibaca dan dilakukan iterasi. iterasi yang dilakukan
adalah pengecekan baris yang mengandung tag pada list. jika ditemukan, akan
dicek kembali apakah baris tersebut bernilai Null. Jika tidak, maka baris akan
mengecek tag tutup. jika tidak ada tag tutup, maka akan dilakukan iterasi hingga
ditemukan tag tutup pada list. Saat ditemukan tag tutup ataupun baris bernilai
null, maka fungsi dihentikan. fungsi akan dihentikan lebih awal jika baris tidak
mengandung tag yang ada pada list buka.
Gambar 4.8 Diagram Aktifitas Skipping
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4.5 Perancangan Ekspresi Regular
4.5.1 Ekspresi Regular Utama
Diagram Gambar 4.9 digunakan untuk ekspresi regular dan dirancang
untuk mencari fungsi fungsi pada bahasa PHP hypertext preprocessor sehingga
dapat mencari apakah terdapat fungsi fungsi seperti echo, print, printf, vprintf,
trigger_error, user_error, odbc_result_all, if_htmldtbl_result, die, exit, var_dump,
dan nl2_br pada baris yang sedang dicek. karakter sebelum dan setelahnya
dibebaskan begitu pula dengan banyaknya karakter sebelum dan sesudahnya.
Dengan demikian, diharapkan ekspresi regular ini dapat menemukan fungsi yang
memberikan keluaran kepada user yang keluarannya mungkin berasal dari
pengguna. Fungsi ini juga menggunakan positive lookahead sehingga akan lebih
efisien karena langsung mencari salah satu string tanpa melakukan konsumsi
string.
Gambar 4.9 Ekspresi Regular Pencarian Fungsi Yang Mengakibatkan XSS
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Pada saat pattern pada ekspresi regular Gambar 4.9 sesuai dengan baris
yang dicek, maka akan dilakukan pengecekan pattern menggunakan ekspresi
regular yang dirancang pada Gambar 4.10. Pengecekan ini digunakan untuk
mencari apakah ada variabel seperti $_GET, $_FILES, $_POST, $_REQUEST,
$_COOKIES, $_SESSION, ataupun variabel lainnya yang berawalan this, e- dan
variabel biasa. variabel variabel ini dikelompokkan dalam positive lookahead
supaya bisa dicari terlebih dahulu sebelum penyesuaian ekspresi regular lainnya
dimulai. positive lookahead ini juga menyederhanakan kompleksitas waktu
algoritme karena tidak melakukan konsumsi data. Karakter yang mengikuti
variabel pada Gambar 4.9 group #6 dibebaskan karakter dan panjangnya.
Gambar 4.10 Ekspresi Regular Pencarian Variabel Berpotensi XSS
4.5.2 Ekspresi Regular Pencarian Tanda Petik
Gambar 4.11 merupakan rancangan ekspresi regular pencarian tanda
petik. Ekspresi regular yang dibangun dimulai dengan mencari tanda petik diawal
dan dilanjutkan dengan karakter apapun yang dapat ditemukan sebelum mencari
tanda <? dan juga ?> sebagai penanda adanya penggunaan bahasa PHP
Hypertext Preprocessor dan ditutup dengan tanda petik pula. penggunaan
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wildcard semua karakter digunakan pula diantara tanda <? dan ?> serta diantara
tanda ?> dan ‘
Gambar 4.11 Ekspresi Regular Pencarian Tanda Petik
4.5.3 Ekspresi Regular Aturan Nol
Pada aturan ke nol, terdapat empat kondisi yang dibutuhkan untuk
memenuhi aturan yang telah dituliskan pada OWASP. Sehingga, dirancanglah
empat pattern ekspresi regular terkait yang dapat dilihat Pada Gambar 4.12,
Gambar 4.13, Gambar 4.14 dan Gambar 4.15.
Pada Gambar 4.12, dilakukan pencarian tag <script> ataupun aturan
ketiga yaitu pencarian event handler. Ekspresi regular ini dicari pula karena mirip
dan digabungkan dengan Aturan Ketiga. Rancangan dari pencarian event handler
adalah mencari tag <, setelah itu dilanjutkan dengan karakter apapun dengan
pengulangan seminimal mungkin karakternya. Setelah itu dilakukan pencarian
tanda petik spasi dan petik serta dilanjutkan dengan pencarian karakter apapun
dengan pengulangan seminimal mungkin. Setelah itu, dicari lagi tanda sama
dengan dan petik dua. Dilanjutkan dengan pencarian karakter dengan
pengulangan seminimal mungkin. Dilanjutkan lagi dengan petik dua, dan tanda
sama dengan. Setelah itu, dilakukan pencarian PHP tag yaitu <? dan ?> dan
ditutup dengan tanda petik. Diantara tag tag tersebut juga mengandung
pencarian karakter apapun dengan pengulangan seminimal mungkin.
Gambar 4.12 Ekspresi Regular Pencarian Tag Script
Selanjutnya, dilakukan perancangan untuk mencari Tag Attribute Name
yang dapat dilihat pada Gambar 4.13. Ekspresi regular ini dimulai dan diakhiri
dengan tag buka dan tag tutup. Setelah tag buka, dilakukan pencarian karakter
dari a-z ataupun A-Z setelah itu dilakukan pencarian tanda sama dengan dan
dilanjutkan lagi dengan karakter a-z ataupun A-Z dan diakhiri dengan tag tutup.
Diantara karakter alfabet, = dan /> terdapat wildcard untuk menerima karakter
aapun dengan pengulangan sesedikit mungkin.
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Gambar 4.13 Ekspresi Regular Pencarian Attribute Name
Gambar 4.14 adalah rancangan ekspresi regular untuk tag komentar dan
Gambar 4.15 adalah rancangan ekspresi regular untuk mencari tanda kurung siku
untuk pembukaan tag name, dilanjutkan dengan PHP tag, dan diakhiri dengan
tanda kurung siku tutup. tak lupa diantaranya ada wildcard untuk mencari
karakter apapun dengan pengulangan seminimal mungkin.
Gambar 4.14 Ekspresi Regular Pencarian Tag Komentar
Gambar 4.15 Ekspresi Regular Pencarian Potensi Kerentanan Dalam Tag name
4.5.4 Ekspresi Regular Aturan Pertama
Gambar 4.16 adalah rancangan ekspresi regular untuk pencarian HTML
Element Content. rancangan ini diawali dengan tag buka kurung siku, dan
selanjutnya tidak boleh memiliki tanda / ataupun ? serta memiliki karakter
alfabet yang berulang. Setelah itu ditutup dengan tag tutup atau lebih dikenal
dengan tanda kurung siku tutup.
Gambar 4.16 Ekspresi Regular Pencarian HTML Element Content
4.5.5 Ekspresi Regular Aturan Kedua
Gambar 4.17 menampilkan rancangan ekspresi regular untuk mencari
HTML Attribute. dimulai dengan tag buka dengan kurung siku buka, dilanjutkan
dengan karakter alfabet, wildcard untuk mencari karakter apapun seminimal
mungkin dan dilanjutkan dengan tanda sama dengan. Setelah itu, digunakan lagi
wildcard untuk mencari karakter apapun dengan seminimal mungkin
pengulangan. Serta diakhiri dengan pencarian tag buka PHP Hypertext
Preprocessor
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Gambar 4.17 Ekspresi Regular HTML Attribute
4.5.6 Ekspresi Regular Aturan Ketiga
Rancangan ekspresi regular pada Gambar 4.18 digunakan untuk
memenuhi pencarian kerentanan pada kode javascript dinamis yaitu tag script
dan juga event handler. Setelah ditemukan kerentanan serupa pada aturan nol,
pengecekan kerentanan direncanakan untuk dicek melalui aturan ketiga yang
dapat dilihat pada Gambar 4.18. Dibagi menjadi tiga kondisi, group #1
merupakan pengkondisian untuk mencari ekspresi berkutip disalah satu sisi
didalam tag script. Pada group #1 juga dilakukan pencarian string <? dan ?>
sebagai penanda penggunaan PHP Hypertext Preprocessor. group #2 dirancang
untuk menemukan pattern Event Handler seperti onmouseover dengan
penggunaan tanda kutip satu dan dua sekaligus yang didalamnya juga
menggunakan PHP tag. Terakhir, ekspresi regular group #3 dirancang untuk
mencari string berkutip didalam tag script html. fokus utama dari group #3
adalah pencarian kerenanan didalam fungsi seperti alert.
Gambar 4.18 Ekspresi Regular Pencarian Kerentanan Dalam javascript Data Value
4.5.7 Ekspresi Regular Aturan Keempat
Rancangan ekspresi regular pada Gambar 4.19 pada intinya adalah
membuat kondisi pencarian string <style> ataupun span style pada baris yang
akan dicek nantinya.
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Gambar 4.19 Ekspresi Regular Pencarian HTML Style Property
4.5.8 Ekspresi Regular Aturan Kelima
Rancangan ekspresi regular pada Gambar 4.20 adalah pencarian
kerentanan dalam HTML URL Parameter Values. dimulai dengan mencari anchor
tag dan href dan diteruskan dengan mencari tag buka dan tutup dari PHP
Hypertext Preprocessor dan diakhiri dengan tag tutup dari HTML tag. Rancangan
ekspresi regular ini juga menggunakan wildcard berulang untuk diantara string
string tadi dengan maksud fleksibilitas pencarian.
Gambar 4.20 Ekspresi Regular Pencarian Potensi Kerentanan Dalam HTML URL
Parameter Values
4.5.9 Ekspresi Regular Aturan Ketujuh
Gambar 4.21 merupakan rancangan ekspresi regular dari aturan ketujuh
yang bermakna untuk mencari javascript url yang disandingkan dengan tag PHP
Hypertext Preprocessor serta ditambahkan wildcard pencarian karakter apapun
dengan pengulangan seminimal mungkin.




Subbab ini mengulas mengenai perangkat keras dan perangkat lunak apa
saja yang digunakan dalam penelitian secara spesifik. Hal ini dimaksudkan untuk
mengetahui parameter parameter dalam perangkat keras dan lunak yang
mungkin mempengaruhi penelitian secara tidak langsung.
5.1.1 Implementasi Perangkat Keras
Perangkat keras yang digunakan pada penelitian Implementasi Cross Site
Scripting Vulnerability Assessment Tools Berdasarkan OWASP Code Review
adalah laptop dell Inspiron 15 7000 Gaming seri 7567 dengan spesifikasi seperti
tertera pada tabel 5.1
Tabel 5.1 Spesifikasi Perangkat Keras
Jenis Spesifikasi
Processor Intel Core i7 7th Generation
Memory 8 Giga Byte DDR4 @2400 MHz (Single
Channel)
Storage 250 Giga Byte HDD @5400 RPM
GPU Nvidia Geforce 1050 Ti4 GB GDDR5
5.1.2 Implementasi Perangkat Lunak
Perangkat lunak yang digunakan pada penelitian Implementasi Cross Site
Sscripting Vulnerability Assessment Tools Berdasarkan OWASP Code Review
dapat dilihat pada tabel 5.2 berikut:
Tabel 5.2 Spesifikasi Perangkat Lunak
Perangkat Lunak Keterangan




Django Kerangka Kerja Bahasa Pemrograman
wsgi Web Server
sqlite Basis Data
zipfile Library untuk membongkar file zip
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re Library untuk pencarian teks sesuai
pola
git Library untuk clone repositori pada
tautan git
os Library untuk mengakses sistem
operasi
upload_validator Library untuk validasi file yang diupload
dropzone.js Library untuk antarmuka unggah file
bootstrap Kerangka Kerja Front End
Visual Studio Code Text Editor
Mozilla Firefox 78.3.0esr Browser
5.2 Implementasi Algoritme
Subbab implementasi algoritme akan menjelaskan mengenai tiap
function yang ada pada sistem yang diimplementasikan. Implementasi algoritme
ini berdasarkan perancangan algoritme yang telah dituliskan pada bab 4. Pada
tahap implementasi algoritme, peneliti menggunakan bahasa pemrograman
python dengan framework django. ada sekitar 11 algoritme yang akan dijelaskan
pada subbab ini yang saling mendukung untuk mendeteksi kerentanan cross site
scripting.
5.2.1 Implementasi fungsi check_vuln





























































desc = "window.setInterval can never
safely use untrusted data as input."








desc = "Encode and Quote Before
Inserting Untrusted Data into JavaScript Data Values"




desc = "Do not add user input to <script>
tag"
return returned(nama, counter, rule, desc,
line)
if ("</script>" in line or not line):
break





skipping("/>", f, line, "<[A-Za-z]+.*?.+=[A-Za-
z]+.*?/>", "<[A-Za-z].+/>", "<[A-Za-z].+[^/]>")
if(vuln(line, 0)):
desc = "Do not add user input to attribute
name like <tag USERINPUT tag"
return returned(nama, counter, rule, desc,
line)
if ("/>" in line or not line):
break









































skipping("-->", f, line, "<!--")
if(vuln(line, 0)):
desc = "Do not add user input to HTML
Comments"
return returned(nama, counter, rule, desc,
line)
if ("-->" in line or not line):
break





skipping("/>", f, line, "<<\?.*/>")
if(vuln(line, 0)):
desc = "Do not add user input to html TAG"
return returned(nama, counter, rule, desc,
line)
if ("/>" in line or not line):
break










desc = "background-url can never safely
use untrusted data as input."




































untrusted data as input in internet explorer."
return returned(nama, counter, rule,
desc, line)
elif(vuln(line, 2)):
desc = "CSS Encode And Strictly Validate
Before Inserting Untrusted Data into HTML Style Property
Values"




desc = "Do not add user input to CSS Style.
P.S. Ignore this if you wanted to apply Rule 4."
return returned(nama, counter, rule, desc,
line)
if ("</style>" in line or not line):
break






skipping("</[A-Za-z].+>", f, line, "<[A-Za-
z].+[^/]>")
if(vuln(line, 1)):
desc = "HTML Encode Before Inserting
Untrusted Data into HTML Element Content"
return returned(nama, counter, rule, desc,
line)
if("</style>" not in line and "</script>" not in
line and "</[A-Za-z].+>" in line or not line):
break






desc = "Untrusted URLs that include the protocol
javascript: will execute JavaScript code when used in URL DOM































locations. Be sure to validate all untrusted URLs to ensure
they only contain safe schemes such as HTTPS."






desc = "URL Encode Before Inserting Untrusted
Data into HTML URL Parameter Values"









desc = "Attribute Encode Before Inserting
Untrusted Data into HTML Common Attributes"
return returned(nama, counter, rule, desc,
line)
if ("</style>" not in line and "</script>" not in
line and "</[A-Za-z].+>" in line or not line):
break





desc = "Never Insert Untrusted Data Except in
Allowed Locations"
return returned(nama, counter, rule, desc, line)
Penjelasan algoritme 1:
Baris ke-1 merupakan pendefinisian fungsi check_vuln dengan parameter
f sebagai stream file dan juga line sebagai baris yang saat ini sedang dicek.
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Baris ke-2 merupakan inisialisasi kembali fungsi fungsi global yang akan
digunakan pada fungsi check_vuln.
Baris ke-3 adalah inisialisasi variabel nama dengan nilai nama file yang
akan digunakan.
Baris ke-4 adalah inisialisasi jenis rule yang perlu diimplementasikan saat
kerentanan ditemukan. Inisialisasi ini menggunakan rule ke-0
Baris ke-6 merupakan commment untuk tanda pengenal bahwa algoritme
dibawahnya adalah hasil implementasi rule ke-3.
Baris ke-7 adalah seleksi kondisi menggunakan pencarian regex. Dimana
jika ada tag script pada baris yang dimiliki oleh variabel line maka seleksi kondisi
dianggap True dan lanjut ke baris selanjutnya.
Baris ke-8 adalah adalah inisialisasi nilai rule menjadi “3”.
Baris ke-9 adalah penyimpanan baris pointer dan counter sehingga dapat
memulai looping pada lompatan satu baris setelah penemuan script tag yang
ingin dicek.
Baris ke-10 merupakan pengulangan menggunakan while dengan nilai
True.
Baris ke-11 adalah pemanggilan fungsi skipping dengan parameter
opening tag, closing tag, file stream, baris saat ini, dan baris apa saja yang ingin
dilewatkan nantinya. Fungsi ini dimaksudkan untuk melewatkan penemuan
kerentanan pada bagian tag tag lainnya.
Baris ke-12 adalah seleksi kondisi yang mengecek apakah baris
menggunakan string “SetInterval”. Jika ada, maka akan bernilai True dan dilanjut
ke baris setelahnya.
Baris ke-13 adalah seleksi kondisi bersangkar yang mengecek apakah
baris tersebut menggunakan masukan dari pengguna. Jika iya, maka, akan
diteruskan ke baris ke-14.
Baris ke-14 adalah inisialisasi variabel desc dengan nilai yang menjelaskan
bahwa “SetInterval” tidak pernah diperbolehkan menggunakan masukan dari
pengguna.
Baris ke-15 adalah return dengan nilai dari hasil fungsi returned. fungsi ini
adalah fungsi yang dibuat peneliti untuk mengembalikan nilai dalam bentuk json.
Baris ke-17 adalah pengecekan seleksi kondisi dengan ekspresi regular
dengan pola (Pattern) yang tertulis. Intinya adalah pencarian pattern yang sesuai
dengan rule ke 3.
Baris ke-18 adalah pengecekan seleksi kondisi dengan fungsi vuln yang
mengecek kerentanan yang ada pada baris tersebut dengan level 2. fungsi vuln
akan dijelaskan lebih lanjut pada Algoritme 3
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Baris ke-19 adalah seleksi kondisi apakah baris yang dicek memiliki
kutipan dengan menggunakan fungsi check_quoted. fungsi check_quoted dapat
dilihat lebih lanjut pada Algoritme 2.
Baris ke-20 adalah perintah break yang akan dilakukan jika baris ke-19
bernilai True.
Baris ke-21 adalah penanda untuk menjalankan baris ke-21 dan ke-22 jika
fungsi ke-19 bernilai False.
Baris ke-22 adalah inisialisasi variabel desc dengan penjelasan mengenai
aturan yang harus dilaksanakan.
Baris ke-23 adalah return dengan menggunakan fungsi returned yang
dibuat oleh peneliti untuk memudahkan return berbentuk json.
Baris ke-24 adalah seleksi kondisi yang mengecek apakah ada kerentanan
yang dimiliki pada baris yang di-scan selain setInterval pada baris ke-12. seleksi
kondisi dicek menggunakan fungsi vuln dengan level 0.
Baris ke-25 adalah inisialisasi nilai variabel rule menjadi rule 0.
Baris ke-26 dalah inisialisasi variabel desc dengan penjelasan mengenai
aturan yang harus dilaksanakan.
Baris ke-27 adalah return dengan menggunakan fungsi returned yang
dibuat oleh peneliti untuk memudahkan return berbentuk json.
Baris ke-28 adalah seleksi kondisi yang mengecek apakah baris sudah
berada diujung tag html. Jika sudah, maka akan dilanjutkan ke baris ke-29 untuk
dilakukan break
Baris ke-29 adalah break.
Baris ke-30 adalah assign nilai variabel line terbaru dengan menggunakan
fungsi increment. Fungsi ini berguna untuk melakukan increment counter dan
baris.
Baris ke-32 adalah komen penanda bahwa algoritme dibawah adalah
salah satu algoritme dari dari rule 0.
Baris ke-33 adalah pengecekan seleksi kondisi dengan ekspresi regular
dengan pola (Pattern) yang tertulis. Intinya adalah pencarian pattern yang sesuai
dengan rule ke 0.
Baris ke-34 adalah penyimpanan baris pointer dan counter sehingga
dapat memulai looping pada lompatan satu baris setelah penemuan script tag
yang ingin dicek.
Baris ke-35 merupakan pengulangan menggunakan while dengan nilai
True.
Baris ke-36 adalah pemanggilan fungsi skipping dengan parameter
opening tag, closing tag, file stream, baris saat ini, dan baris apa saja yang ingin
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dilewatkan nantinya. Fungsi ini dimaksudkan untuk melewatkan penemuan
kerentanan pada bagian tag tag lainnya yang mungkin akan dilewatkan
Baris ke-37 adalah seleksi kondisi untuk mengecek kerentanan pada baris
yang di-scan. seleksi kondisi dicek menggunakan fungsi vuln dengan level 0.
Baris ke-38 adalah inisialisasi variabel desc yang disesuaikan dengan
kerentanan yang terjadi berdasarkan OWASP.
Baris ke-39 adalah return dengan menggunakan fungsi returned yang
dibuat oleh peneliti untuk memudahkan return berbentuk json.
Baris ke-40 adalah seleksi kondisi untuk mengecek closing tag pada baris.
Hal ini digunakan untuk menghentikan looping jika tidak ditemukan kerentanan.
Baris ke-41 adalah fungsi break yang berguna untuk menghentikan loop.
Baris ke-42 adalah perubahan nilai variabel line dengan melanjutkan baris,
dan menambah nilai variabel counter.
Baris ke-44 adalah komen untuk menandakan bahwa algoritme
dibawahnya adalah rule 0.
Baris ke-45 adalah seleksi kondisi untuk mengecek apakah baris yang di-
scan memiliki string “<!--”. Jika benar, maka akan masuk ke bagian bawah.
Baris ke-46 adalah penyimpanan baris pointer dan counter sehingga
dapat memulai looping pada lompatan satu baris setelah penemuan script tag
yang ingin dicek.
Baris ke-47 adalah pengulangan dengan kondisi True.
Baris ke-48 adalah pemanggilan fungsi skipping dengan parameter
opening tag, closing tag, file stream, baris saat ini, dan baris apa saja yang ingin
dilewatkan nantinya. Fungsi ini dimaksudkan untuk melewatkan penemuan
kerentanan pada bagian tag tag lainnya yang mungkin akan dilewatkan.
Baris ke-49 adalah seleksi kondisi untuk mengecek apakah baris yang di-
scan memiliki kerentanan dengan parameter level 0.
Baris ke-50 adalah inisialisasi variabel desc yang disesuaikan dengan
kerentanan yang terjadi berdasarkan OWASP.
Baris ke-51 adalah return dengan menggunakan fungsi returned yang
dibuat oleh peneliti untuk memudahkan return berbentuk json.
Baris ke-52 adalah seleksi kondisi untuk mencari closing tag “-->”. Hal ini
dimaksudkan untuk menghentikan perulangan jika tidak ditemukan kerentanan
hingga closing tag.
Baris ke-53 adalah fungsi break yang berguna untuk menghentikan loop.
Baris ke-54 adalah perubahan nilai variabel line dengan melanjutkan baris,
dan menambah nilai variabel counter.
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Baris ke-56 adalah komen yang menandakan bahwa algoritme
dibawahnya adalah salah satu bagian dari implementasi rule 0.
Baris ke-57 adalah penggunaan ekspresi regular untuk mencari
kerentanan pada tag nama dan dikombinasikan dengan seleksi kondisi. Jika
terdapat indikasi kerentanan, maka akan dilanjutkan ke baris berikutnya.
Baris ke-58 adalah penyimpanan baris pointer dan counter sehingga
dapat memulai looping pada lompatan satu baris setelah penemuan script tag
yang ingin dicek.
Baris ke-59 adalah pengulangan dengan kondisi True.
Baris ke-60 adalah pemanggilan fungsi skipping dengan parameter
opening tag, closing tag, file stream, baris saat ini, dan baris apa saja yang ingin
dilewatkan nantinya. Fungsi ini dimaksudkan untuk melewatkan penemuan
kerentanan pada bagian tag tag lainnya yang mungkin akan dilewatkan.
Baris ke-61 adalah seleksi kondisi untuk mengecek apakah baris yang di-
scan memiliki kerentanan dengan parameter level 0.
Baris ke-62 adalah inisialisasi variabel desc yang disesuaikan dengan
kerentanan yang terjadi berdasarkan OWASP.
Baris ke-63 adalah return dengan menggunakan fungsi returned yang
dibuat oleh peneliti untuk memudahkan return berbentuk json.
Baris ke-64 adalah seleksi kondisi untuk mengecek closing tag pada baris.
Hal ini digunakan untuk menghentikan looping jika tidak ditemukan kerentanan.
Baris ke-65 adalah fungsi break yang berguna untuk menghentikan loop.
Baris ke-66 adalah perubahan nilai variabel line dengan melanjutkan baris,
dan menambah nilai variabel counter.
Baris ke-68 adalah komen untuk memberitahukan bahwa algoritme
dibawahnya adalah penerapan rule ke-4.
Baris ke-69 adalah penggunaan ekspresi regular untuk mencari
kerentanan pada tag nama dan dikombinasikan dengan seleksi kondisi. Jika
terdapat indikasi kerentanan, maka akan dilanjutkan ke baris berikutnya.
Baris ke-70 adalah penyimpanan baris pointer dan counter sehingga
dapat memulai looping pada lompatan satu baris setelah penemuan script tag
yang ingin dicek.
Baris ke-71 adalah inisialisasi variabel rule dengan nilai 4.
Baris ke-72 adalah pengulangan dengan kondisi True.
Baris ke-73 adalah pemanggilan fungsi skipping dengan parameter
opening tag, closing tag, file stream, baris saat ini, dan baris apa saja yang ingin
dilewatkan nantinya. Fungsi ini dimaksudkan untuk melewatkan penemuan
kerentanan pada bagian tag tag lainnya yang mungkin akan dilewatkan.
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Baris ke-74 adalah seleksi kondisi apakah baris yang sedang di-scan
memiliki string “background url”
Baris ke-75 adalah seleksi kondisi untuk mengecek apakah baris yang
discan memiliki kerentanan dengan parameter level 0.
Baris ke-76 adalah inisialisasi variabel desc yang disesuaikan dengan
kerentanan yang terjadi berdasarkan OWASP.
Baris ke-77 adalah return dengan menggunakan fungsi returned yang
dibuat oleh peneliti untuk memudahkan return berbentuk json.
Baris ke-78 adalah seleksi kondisi untuk mengecek apakah baris yang
discan mengandung string “text-size”.
Baris ke-79 adalah seleksi kondisi untuk mengecek apakah baris yang
discan memiliki kerentanan dengan parameter level 0.
Baris ke-80 adalah inisialisasi variabel desc yang disesuaikan dengan
kerentanan yang terjadi berdasarkan OWASP.
Baris ke-81 adalah return dengan menggunakan fungsi returned yang
dibuat oleh peneliti untuk memudahkan return berbentuk json.
Baris ke-82 adalah seleksi kondisi untuk mengecek apakah baris yang
discan memiliki kerentanan dengan parameter level 2.
Baris ke-83 adalah inisialisasi variabel desc yang disesuaikan dengan
kerentanan yang terjadi berdasarkan OWASP.
Baris ke-84 adalah return dengan menggunakan fungsi returned yang
dibuat oleh peneliti untuk memudahkan return berbentuk json.
Baris ke-85 adalah seleksi kondisi untuk mengecek apakah baris yang
discan memiliki kerentanan dengan parameter level 0.
Baris ke-86 adalah inisialisasi variabel rule menjadi rule ke-0
Baris ke-87 adalah inisialisasi variabel desc yang disesuaikan dengan
kerentanan yang terjadi berdasarkan OWASP.
Baris ke-88 adalah return dengan menggunakan fungsi returned yang
dibuat oleh peneliti untuk memudahkan return berbentuk json.
Baris ke-89 adalah seleksi kondisi untuk mengecek closing tag pada baris.
Hal ini digunakan untuk menghentikan looping jika tidak ditemukan kerentanan.
Baris ke-90 adalah fungsi break yang berguna untuk menghentikan loop.
Baris ke-91 adalah perubahan nilai variabel line dengan melanjutkan baris,
dan menambah nilai variabel counter.
Baris ke-92 adalah komen untuk menandakan bahwa algoritme
dibawahnya merupakan implementasi rule 1
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Baris ke-93 adalah penggunaan ekspresi regular untuk mencari
kerentanan pada tag nama dan dikombinasikan dengan seleksi kondisi. Jika
terdapat indikasi kerentanan, maka akan dilanjutkan ke baris berikutnya.
Baris ke-94 adalah inisialisasi variabel rule menjadi rule ke-1
Baris ke-95 adalah penyimpanan baris pointer dan counter sehingga
dapat memulai looping pada lompatan satu baris setelah penemuan script tag
yang ingin dicek.
Baris ke-96 adalah pengulangan dengan kondisi True.
Baris ke-97 adalah pemanggilan fungsi skipping dengan parameter
opening tag, closing tag, file stream, baris saat ini, dan baris apa saja yang ingin
dilewatkan nantinya. Fungsi ini dimaksudkan untuk melewatkan penemuan
kerentanan pada bagian tag tag lainnya yang mungkin akan dilewatkan.
Baris ke-98 adalah seleksi kondisi untuk mengecek apakah baris yang di-
scan memiliki kerentanan dengan parameter level 1.
Baris ke-99 adalah inisialisasi variabel desc yang disesuaikan dengan
kerentanan yang terjadi berdasarkan OWASP.
Baris ke-100 adalah return dengan menggunakan fungsi returned yang
dibuat oleh peneliti untuk memudahkan return berbentuk json.
Baris ke-101 adalah seleksi kondisi untuk mengecek closing tag pada baris.
Hal ini digunakan untuk menghentikan looping jika tidak ditemukan kerentanan.
Baris ke-102 adalah fungsi break yang berguna untuk menghentikan loop.
Baris ke-103 adalah perubahan nilai variabel line dengan melanjutkan
baris, dan menambah nilai variabel counter.
Baris ke-105 adalah komen yang menandakan algoritme dibawahnya
adalah implementasi dari rule 7
Baris ke-106 adalah penggunaan ekspresi regular untuk mencari
kerentanan pada tag nama dan dikombinasikan dengan seleksi kondisi. Jika
terdapat indikasi kerentanan, maka akan dilanjutkan ke baris berikutnya.
Baris ke-107 adalah penyimpanan baris pointer dan counter sehingga
dapat memulai looping pada lompatan satu baris setelah penemuan script tag
yang ingin dicek.
Baris ke-108 adalah seleksi kondisi untuk mengecek apakah baris yang
discan memiliki kerentanan dengan parameter level 0.
Baris ke-109 adalah inisialisasi variabel rule menjadi rule ke-7.
Baris ke-110 adalah inisialisasi variabel desc yang disesuaikan dengan
kerentanan yang terjadi berdasarkan OWASP.
Baris ke-111 adalah return dengan menggunakan fungsi returned yang
dibuat oleh peneliti untuk memudahkan return berbentuk json.
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Baris ke-113 adalah komen yang menandakan algoritme dibawahnya
adalah implementasi dari rule 5.
Baris ke-114 adalah penggunaan ekspresi regular untuk mencari
kerentanan pada tag nama dan dikombinasikan dengan seleksi kondisi. Jika
terdapat indikasi kerentanan, maka akan dilanjutkan ke baris berikutnya.
Baris ke-115 adalah penyimpanan baris pointer dan counter sehingga
dapat memulai looping pada lompatan satu baris setelah penemuan script tag
yang ingin dicek.
Baris ke-116 adalah inisialisasi variabel rule menjadi rule ke-7
Baris ke-117 adalah seleksi kondisi untuk mengecek apakah baris yang
discan memiliki kerentanan dengan parameter level -1.
Baris ke-118 adalah inisialisasi variabel desc yang disesuaikan dengan
kerentanan yang terjadi berdasarkan OWASP.
Baris ke-119 adalah return dengan menggunakan fungsi returned yang
dibuat oleh peneliti untuk memudahkan return berbentuk json.
Baris ke-121 adalah komen untuk menandakan bahwa algoritme
dibawahnya merupakan implementasi rule 2
Baris ke-122 adalah penggunaan ekspresi regular untuk mencari
kerentanan pada tag nama dan dikombinasikan dengan seleksi kondisi. Jika
terdapat indikasi kerentanan, maka akan dilanjutkan ke baris berikutnya.
Baris ke-123 adalah inisialisasi variabel rule menjadi rule ke-2.
Baris ke-124 adalah penyimpanan baris pointer dan counter sehingga
dapat memulai looping pada lompatan satu baris setelah penemuan script tag
yang ingin dicek.
Baris ke-125 adalah pengulangan dengan kondisi True.
Baris ke-126 adalah pemanggilan fungsi skipping dengan parameter
opening tag, closing tag, file stream, baris saat ini, dan baris apa saja yang ingin
dilewatkan nantinya. Fungsi ini dimaksudkan untuk melewatkan penemuan
kerentanan pada bagian tag tag lainnya yang mungkin akan dilewatkan.
Baris ke-127 adalah seleksi kondisi untuk mengecek apakah baris yang
discan memiliki kerentanan dengan parameter level 1.
Baris ke-128 adalah inisialisasi variabel desc yang disesuaikan dengan
kerentanan yang terjadi berdasarkan OWASP.
Baris ke-129 adalah return dengan menggunakan fungsi returned yang
dibuat oleh peneliti untuk memudahkan return berbentuk json.
Baris ke-130 adalah seleksi kondisi untuk mengecek closing tag pada baris.
Hal ini digunakan untuk menghentikan looping jika tidak ditemukan kerentanan.
Baris ke-131 adalah fungsi break yang berguna untuk menghentikan loop.
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Baris ke-132 adalah perubahan nilai variabel line dengan melanjutkan
baris, dan menambah nilai variabel counter.
Baris ke-134 dalah komen untuk menandakan bahwa algoritme
dibawahnya merupakan implementasi rule 0.
Baris ke-135 adalah seleksi kondisi untuk mengecek apakah baris yang
discan memiliki kerentanan dengan parameter level 0.
Baris ke-136 adalah pemanggilan fungsi skipping dengan parameter
opening tag, closing tag, file stream, baris saat ini, dan baris apa saja yang ingin
dilewatkan nantinya. Fungsi ini dimaksudkan untuk melewatkan penemuan
kerentanan pada bagian tag tag lainnya yang mungkin akan dilewatkan.
Baris ke-137 adalah inisialisasi variabel rule dengan nilai 0
Baris ke-138 adalah inisialisasi variabel desc yang disesuaikan dengan
kerentanan yang terjadi berdasarkan OWASP.
Baris ke-139 adalah return dengan menggunakan fungsi returned yang
dibuat oleh peneliti untuk memudahkan return berbentuk json.
5.2.2 Implementasi fungsi skipping



















def skipping(besides_close, f, line, *besides_open):
global counter
skipped_opening = ["<!--", "<[A-Za-z].+/>", "<<\?.*/>",
"<script>", "<style>", "<[A-Za-z].+[^/]>", "<[A-Za-
z]+.*?.+=[A-Za-z]+.*?/>", "<[A-Za-z]+ [A-Za-z]+=<\?"]
skipped_closing = ["-->", "/>", "</script>", "</style>",
"</[A-Za-z].+>", ">"]
opening, closing = "", ""
skipped_closing.remove(besides_close)
for b_open in besides_open:




for i in range(len(skipped_opening)):
find = skipped_opening[i]
if(i == len(skipped_opening) - 1):
opening += "(" + find + ")"
else:
opening += "(" + find + ")|"


















if(i == len(skipped_closing) - 1):
closing += "(" + find_close + ")"
else:













Baris ke-1 adalah pendefinisian fungsi dengan nama skipping yang
memiliki parameter besides_close, f, line, dan parameter pointer *besides_open.
parameter line ini perlu diisi dengan string pada baris yang mengalami
pengulangan. parameter f perlu diisi dengan file yang dibuka, besides_close dan
besides_open perlu diisi dengan ekspresi regular yang tidak ingin dilewatkan
dalam fungsi ini. DIlewatkan adalah kondisi melewati tag yang dianggap akan
melakukan repetisi pencarian ataupun berpotensi menganggu temuan pada baris,
ataupun jenis aturan yang dilanggar.
Baris ke-2 adalah pendefinisian kembali variabel counter sebagai variabel
global. Sehingga tidak disalahartikan oleh fungsi sebagai variabel lokal
Baris ke-3 adalah inisialisasi variabel skipped_opening yang isinya adalah
ekspresi regular tag buka html yang akan dilompati pencarian kerentanannya
agar tidak mengalami perulangan temuan kerentanan.
Baris ke-4 adalah inisialsiasi variabel skipped_closing yang isinya adalah
ekspresi regular tag tutup html yang akan dilompati pencarian kerentanannya
nanti agar bisa diketahui hingga kapan baris harus dilewati.
Baris ke-5 adalah inisialsiasi variabel opening dan closing yang akan
digunakan untuk append array list yang sudah dihapus sebagian isinya.
Baris ke-6 adalah proses penghapusan salah satu tag close yang
diperlukan dalam pencarian kerentanan.
Baris ke-7 adalah proses pengulangan untuk setiap indeks yang ada pada
array besides_open yang akan melakukan proses pada baris 8, 9, dan 10.
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Baris ke-8 adalah seleksi kondisi apakah indeks yang sedang dijalankan
merupakan ekspresi regular dari <[A-Za-z].+> dan </[A-Za-z].+> masih berada
pada array skipped_closing. Jika iya, akan dilanjutkan kebaris 9.
Baris ke-9 berfungsi untuk menghapus indeks yang mengandung string
ekspresi regular </[A-Za-z].+>.
Baris ke-10 berfungsi untuk menghapus indeks yang sedang mengalami
proses perulangan pada array.
Baris ke-11 adalah proses perulangan untuk semua indeks pada list
skipped_opening. Proses perulangan akan berdampak pada baris 12, 13,14, 15,
dan 16.
Baris ke-12 adalah inisialisasi variabel find dengan nilai indeks yang saat
ini sedang berada pada proses perulangan.
Baris ke-13 adalah proses seleksi kondisi apakah indeks yang sedang
berada pada proses perulangan merupakan indeks terakhir.
Baris ke-14 adalah append string opening dengan implementasi ekspresi
regular grouping pada nilai variabel find yang ada.
Baris ke-15 akan menjalankan baris ke-16 jika seleksi kondisi pada baris
ke-13 bernilai salah.
Baris ke-16 adalah append string opening dengan implementasi ekspresi
regular grouping pada nilai variabel find yang ada dengan tambahan ekspresi
regular | atau lebih dikenal dengan istilah OR.
Baris ke-17 adalah proses perulangan untuk semua indeks pada list
skipped_closing. Proses perulangan akan dilakukan oleh baris ke-18 hingga baris
ke-22.
Baris ke-18 adalah Inisialisasi variabel find_close dengan nilai indeks yang
saat ini sedang berada pada proses perulangan.
Baris ke-19 adalah proses seleksi kondisi apakah indeks yang sedang
berada pada proses perulangan merupakan indeks terakhir.
Baris ke-20 adalah append string closing dengan implementasi ekspresi
regular grouping pada nilai variabel find yang ada.
Baris ke-21 akan menjalankan baris ke-22 jika seleksi kondisi pada baris
ke-19 bernilai salah.
Baris ke-22 adalah append string opening dengan implementasi ekspresi
regular grouping pada nilai variabel find yang ada dengan tambahan ekspresi
regular | atau lebih dikenal dengan istilah OR.
Baris ke-23 adalah seleksi kondisi dengan ekspresi regular yang mencari
apakah ada string pada variabel line yang sesuai dengan ekspresi regular pada
variabel opening.
Baris ke-24 adalah perulangan terus menerus
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Baris ke-25 adalah seleksi kondisi yang melihat apakah variabel line
bernilai NULL. Jika iya, maka baris ke-26 dijalankan
Baris ke-26 adalah fungsi bawaan break yang berfungsi untuk
menghentikan loop.
Baris ke-27 adalah seleksi kondisi dengan ekspresi regular yang mencari
apakah ada string pada variabel line yang sesuai dengan ekspresi regular pada
variabel closing. Jika benar, maka baris 28 hingga 30 dijalankan
Baris ke-28 adalah inisialisasi kembali nilai variabel line dengan baris
setelahnya menggunakan fungsi f.readline()
Baris ke-29 adalah increment value dari counter dengan satu.
Baris ke-30 adalah fungsi return dengan mengembalikan baris keberapa
yang saat ini sedang diolah.
Baris ke-31 adalah inisialisasi kembali nilai variabel line dengan baris
setelahnya menggunakan fungsi f.readline()
Baris ke-32 adalah increment value dari counter dengan satu.
Baris ke-33 adalah fungsi return dengan mengembalikan baris keberapa
yang saat ini sedang diolah. Dipersiapkan jikalau pengecekan seleksi kondisi pada
baris ke-23 bernilai salah.
5.2.3 Implementasi fungsi vuln



























Baris ke-1 merupakan pendefinisian fungsi vuln yang memiliki dua
parameter yaitu line dan level. parameter line digunakan untuk menyimpan
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string baris yang ingin dicek dan level digunakan untuk membedakan tingkat
pengecekan kerentanan pada tiap baris kedepannya.
Baris ke-2 merupakan inisialisasi variabel basic_search yang memiliki
value regex. regex tersebut memiliki makna pencarian salah satu dari fungsi yang
dituliskan dengan metode positive lookahead regex python dan dilanjutkan
dengan mengkonsumsi satu atau lebih karakter.
Baris ke-3 merupakan inisialisasi variabel indicator yang memiliki value
regex. regex tersebut secara singkat bermakna pencarian variabel yang sudah
dimiliki oleh sistem secara langsung ataupun variabel yang diinisialisasi oleh
programmer.
Baris ke-4 merupakan seleksi kondisi dengan ekspresi regular yang
mencari kesesuaian pola (paterrn) antara regex yang telah dituliskan dan
disimpan pada variabel basic_search dan string pada variabel line.
Baris ke-5 merupakan seleksi kondisi dengan ekspresi regular yang
mencari kesesuaian pola (paterrn) antara regex yang telah dituliskan dan
disimpan pada variabel indicator dan string pada variabel line.
Baris ke-6 merupakan seleksi kondisi penggunaan fungsi security_check
yang berparameter line dan level. Hal ini digunakan untuk mengecek tingkat
enkoding yang dilakukan pada string pada variabel line.
Baris ke-7 merupakan seleksi kondisi untuk mengecek apakah line telah
pernah di-scan sebelumnya. Jika pernah, maka kerentanan akan dilewatkan.
Baris ke-8 digunakan untuk return value True jika semua seleksi kondisi
berhasil dilewati
Baris ke-9 digunakan sebagai return value False jika salah satu seleksi
kondisi gagal dilewati.
5.2.4 Implementasi fungsi security_check













































Baris ke-1 merupakan pendefinisian fungsi security_check yang memiliki
dua parameter yaitu line dan level. parameter line digunakan untuk menyimpan
string baris yang ingin dicek dan level digunakan untuk membedakan tingkat
pengecekan kerentanan pada tiap baris.
Baris ke-2 adalah inisialisasi variabel vulnerable dengan nilai True. Hal ini
digunakan untuk memudahkan pemahaman return value yang digunakan.
Baris ke-3 adalah inisialisasi variable not_vuln dengan nilai False. Hal ini
digunakan untuk memudahkan pemahaman return value yang digunakan.
Baris ke-5 adalah seleksi kondisi yang mengecek apakah level scan berada
di level 0 atau tidak. Jika iya, maka bernilai true dan akan mengembalikan nilai
True dari variabel vulnerable pada baris ke-6
Baris ke-7 adalah seleksi kondisi yang mengecek apakah level scan berada
di level 1 atau tidak. Jika iya, maka akan dilanjutkan dengan seleksi kondisi
lanjutan dibawahnya, dan jika tidak akan dilakukan pengecekan pada baris ke-12.
Baris ke-8 adalah seleksi kondisi bersangkar yang digunakan untuk
mengecek apakah pada baris yang di-scan ada encoding PHP htmlentities()
ataupun htmlspecialchars(). Jika ada maka pada baris ke-9 akan dilakukan
kembalian nilai (return) False dari variabel not_vuln.
Baris ke-10 adalah seleksi kondisi bersangkar yang dilalui jika seleksi
kondisi bersangkar pada baris ke-8 salah. Baris ke-10 akan meneruskan ke baris
ke-11 untuk mengembalikan nilai True dari variabel vulnerable
Baris ke-12 adalah seleksi kondisi yang mengecek apakah level
pengecekan berada pada level 2. Jika iya, maka akan dilanjutkan dengan
pengecekan seleksi kondisi bersangkar dibawahnya.
Baris ke-13 adalah seleksi kondisi yang mengecek apakah pada baris yang
dicek sudah dilakukan json_encode() atau belum.
Baris ke-14 melakukan rekursi dengan fungsi security_check dengan level
yang diturunkan.
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Baris ke-15 merupakan seleksi kondisi yang dijalankan jika baris ke-13
bernilai false. Baris ini akan menjalankan baris ke-16.
Baris ke-16 merupakan kembalian nilai (return) dengan nilai True pada
variabel vulnerable
Baris ke-17 adalah pengecekan parameter level, jika levelnya -1 maka
akan masuk ke seleksi kondisi bersangkar pada baris dibawahnya.
Baris ke-18 adalah pengecekan baris apakah telah menggunakan
urlencode() atau belum. Jika sudah, maka akan dilanjutkan ke baris ke-19.
Baris ke-19 akan melakukan kembalian nilai False dari variabel tidak
rentan (not_vuln)
Baris ke-20 merupakan kembalian nilai (return) dengan nilai True pada
variabel vulnerable
5.3 Implementasi Antarmuka
Implementasi antarmuka adalah subbab yang membahas mengenai hasil
implementasi antarmuka yang telah dilakukan pada vulnerability assessment
tools berdasarkan OWASP code review. Implementasi ini didasarkan pada
perancangan antarmuka yang telah dibuat pada bab perancangan. Ada dua
antarmuka utama pada penelitian ini, yaitu halaman utama dan halaman scan.
5.3.1 Halaman Utama
Pada halaman utama, pengguna akhir disuguhkan dengan satu
fungsionalitas yang berguna untuk mengupload file. Fungsionalitas ini
mendukung konsep klik dan drop_file serta menerima file berbentuk zip dan php
html. Selain itu, ada fungsionalitas git clone yang memudahkan proses
vulnerability assessment dengan hanya menggunakan alamat git versioning.
Setelah itu, ada tombol ‘scan now’ yang berguna untuk menjalankan proses
vulnerability assessment. Tampilan dari halaman utama bisa dilihat pada Gambar
5.1
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Gambar 5.1 Tampilan halaman utama
5.3.2 Halaman Scan
Pada halaman scan, pengguna akhir dapat melihat berbagai kerentanan yang
telah ditemukan oleh sistem vulnerability assessment. Hal ini antara lain, nama
file, baris, deskripsi kerentanan, nomor aturan yang dilanggar, dan kode sumber.
Selain itu, pada halaman ini juga terdapat fungsionalitas untuk menghapus kode
sumber yang sedang di scan dan juga fungsionalitas untuk melihat hasil dalam
bentuk pdf. Tampilan dari halaman scan bisa dilihat pada Gambar 5.2
Gambar 5.2 Tampilan halaman scan
61
BAB 6 PENGUJIAN DAN ANALISIS
6.1 Pengujian Validasi
Pengujian validasi adalah tahapan pengujian yang bermaksud untuk
membandingkan hasil temuan dari aplikasi riset yang dibangun dan kedua
aplikasi pebanding yang digunakan. Aplikasi yang dicari kerentanannya pada
pengujian validasi ini adalah file uji_validitas.php yang dibangun secara khusus
oleh penguji untuk dibandingkan hasil temuan kerentanannya. Adapun alasan
dituliskannya uji_validitas.php secara khusus adalah karena sulitnya menemukan
aplikasi web yang pas untuk membedakan temuan aplikasi hasil riset dan aplikasi
sumber terbuka yang telah ada.

























{ background-url : "<?php echo
htmlspecialchars(json_encode($_GE










{ text-size: "<?php echo
htmlspecialchars(json_encode($_GE












































































































<?php echo $_GET['vulnV']; ?>
</div>
Terdeteksi Terdeteksi Terdeteksi
Dari tabel 6.2, kita bisa melihat bahwa aplikasi hasil riset berdasarkan
OWASP code review yang dibangun menemukan 22 kerentanan dan aplikasi
sumber terbuka yang digunakan untuk pebanding menemukan 11 kerentanan.
Kerentanan yang banyak ditemukan adalah kerentanan yang tidak cukup
dienkode dengan standar htmlentities() ataupun htmlspecialchars(). Hal ini
memberikan dampak dua kali lipat temuan kerentanan pada uji validasi.
Kategori kerentanan yang dideteksi oleh aplikasi hasil penelitian dan tidak
terdeteksi oleh aplikasi sumber terbuka pembanding adalah kondisi dimana CSS
context tidak boleh sama sekali digunakan seperti pada background-url dan text-
size CSS context. Selain itu ada pula kerentanan yang tidak terdeteksi karena
tidak cukup aman perlindungannya bagi aplikasi hasil riset yang mana berdasar
pada OWASP Code Review Cross Site Scripting Prevention yang meminta
enkoding dengan format \HH. Pendekatan enkoding ini diimplementasikan pada
PHP dengan format json_encode. Semua kondisi ini mengacu pada aturan ke-4
OWASP XSS prevention guide.
Selain itu, Kategori kerentanan yang mengacu pada aturan ke-3 juga
berhasil terdeteksi oleh aplikasi hasil penelitian dan tidak terdeteksi oleh aplikasi
sumber terbuka pembanding. Salah satu kondisi yang tidak terdeteksi adalah
disaat penggunaan script window.setInterval pada javascript. Kondisi ini tidak
boleh sama sekali menggunakan masukan pengguna meskipun di enkoding.
Selain itu kondisi kondisi script berkutip dan event handler juga terdeteksi tidak
aman karena kurangnya enkoding menurut aplikasi hasil penelitian. seharusnya
ditambahkan json_encode sama seperti kondisi tag style.
Terakhir ada kondisi penggunaan url yang tidak terdeteksi oleh aplikasi
sumber terbuka penguji namun terdeteksi oleh aplikasi hasil penelitian.
Kekeliruan dari kode program yang discan adalah tidak digunakannya urlencode.
Padahal, kondisi ini seharusnya terdeteksi karena baris tersebut menggunakan
href. Hal ini disebabkan karena aplikasi sumber terbuka yang ada hanya mencari
regex yang mendorong perubahan tampilan pengguna dan memintanya ter-
enkode dengan htmlspecialchars() ataupun htmlentities() tanpa
memperhitungkan analisis lanjut seperti OWASP Code Review XSS Prevention
Guide.
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6.2 Pengujian Response Time
Pengujian response time adalah pengujian yang dimaksudkan untuk
mengetahui kecepatan performa aplikasi hasil riset dibandingkan dengan aplikasi
vulnerability assessment berjenis analisis statis yang bersumber terbuka.
Kecepatan dari suatu tools vulnerability assessment sangatlah penting sebagai
tolak ukur dalam memilih vulnerability assessment tools (Mburano, et al., 2018).
Pada pengujian ini, digunakan vulny dan InsideVuln sebagai aplikasi pembanding
dan ada sepuluh aplikasi yang akan dicek kerentanannya. Hasil pengujian dapat
dilihat pada tabel 6.2
Table 6.2 Pengujian Response Time
No Nama
response time (ms)
aplikasi riset Vulny InsideVuln
1 Vulnerable Web Application 38.8165 347.498 105.3623
2 xssed 4.3198 50.7142 49.7674
3 vulnerable 6.5905 53.0865 28.3457
4 yooz vulnerable webapp 135.7298 142.4098 90.9213
5 PHP vulnerability test-suite 20838.454 166297.148 66770.5378





8 VulnerablePhpScript 34.1466 76.1861 52.934
9 php-sploits 38.3157 69.5757 67.0144
10 DVWA 64831.2327 21433.7339 1812.388
Dari tabel 6.2, Kita bisa menyimpulkan bahwa aplikasi hasil riset lebih
cepat dalam pengujiannya pada 8 dari 10 pengujian. Selain itu, aplikasi hasil riset
kalah cepat sebanyak 40 mili detik pada yooz vulnerable webapp yang tidak
begitu signifikan. Pula, aplikasi hasil riset jauh tertinggal dengan jarak 62 detik
pada saat pencarian kerentanan pada aplikasi DVWA. Menurut peneliti, hal ini
disebabkan karena pada DVWA terdapat banyak tag html yang menyebabkan
banyaknya loop berulang pada aplikasi hasil riset. hal ini dibutuhkan pada
aplikasi hasil riset karena aplikasi hasil riset perlu mencari akar masalah dan
aturan keberapa yang dilanggar oleh aplikasi yang sedang dicari kerentanannya
6.3 Pengujian CPU Usage
Pengujian utilisasi CPU adalah pengujian yang memiliki tujuan untuk
mengetahui persentase pekerjaan yang dilakukan CPU pada aplikasi yang dibuat
pada penelitian Implementasi Cross Site Scripting Vulnerability Assessment Tools
Berdasarkan OWASP Code Review. Salah satu kunci dari vulnerability assessment
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tools yang baik adalah Economically Sustainable atau bisa bisa dibilang
performanya tidak memakan resources terlalu besar (McMahon et al., 2018).
Pada pengujian ini, dibandingkan pula penggunaan CPU dibandingkan dengan
aplikasi sumber terbuka pembanding. Ukuran file yang dijadikan objek scan pada
subbab ini adalah PHP Vulnerability test suite, yooz vulnerable webapp, dan
vulnerable php code example dengan masing masing ukuran penyimpanan 200
MB, 11 MB, dan 2 MB.
Gambar 6.1 Diagram Perbandingan Utilitas CPU
Dari gambar 6.1 Kita bisa melihat bahwa penggunaan cpu pada aplikasi
hasil penelitian relatif lebih tinggi. Hal ini sejalan dengan hasil kecepatan analisis
yang dilakukan oleh aplikasi riset pada subbab sebelumnya. Selain itu, peneliti
berpendapat bahwa aplikasi sumber terbuka vulny memiliki penggunaan cpu
yang relatif lebih rendah karena proses loop terpotong dengan temuan
kerentanan yang ditemukan oleh aplikasi sumber terbuka vulny. Dimana vulny
melakukan pengecekan kerentanan untuk semua jenis kerentanan yang mungkin
ditemukan pada aplikasi yang di scan. Sehingga, cpu tidak dapat secara optimal
melakukan pemrosesan secara aritmatik di cpu. Berbeda dengan aplikasi hasil
penelitian yang berfokus pada cross site scripting yang membuat banyaknya
baris kode yang dilewati. Selain itu, aplikasi hasil penelitian juga mengulangi
pengulangan tiap tag berbeda supaya menemukan jenis aturan (rule) yang




Berdasarkan implementasi, pengujian, dan analisis Cross Site Scripting
Vulnerability Assessement Tools berdasarkan OWASP Code Review maka peneliti
mengambil beberapa kesimpulan yaitu:
1. OWASP Code Review Cross Site Scripting dapat diimplementasikan
dengan pendekatan analisis statis berjenis Taint Analysis yang bertujuan
untuk mencari masukan masukan end user dan juga variabel yang tidak
tersanitasi. Penelitian ini mewujudkannya dengan penggunaan ekspresi
regular untuk pendeteksian kerentanan kerentanan yang ada.
Selanjutnya, kerentanan yang ditemukan akan ditampilkan dan dijelaskan
pelanggaran apa saja yang dilanggar oleh aplikasi yang telah diuji
berdasarkan OWASP Code Review Cross Site Scripting Prevention Guide.
Dengan begitu, proses vulnerability assessment dapat dilanjutkan ke
tahap analisis lebih lanjut dan perbaikan aplikasi sesuai dengan OWASP
Code Review Cross Site Scripting Prevention Guide
2. Dari hasil pengujian cross site scripting vulnerability assessment tools
berdasarkan OWASP Code Review, kita dapat menyimpulkan bahwa
aplikasi yang dibangun dapat mendeteksi kerentanan dua kali lebih
banyak dan variatif dibandingkan dengan dua aplikasi analisis statis
sumber terbuka lainnya yang dijadikan sebagai pembanding. Hal ini
disebabkan karena kedua aplikasi sumber terbuka tersebut hanya
menggunakan ekspresi regular sederhana dan menganggap sanitasi
menggunakan htmlspecialchars() dan htmlentities() sudah aman
sedangkan aplikasi yang peneliti bangun menambahkan sanitasi lainnya
seperti jsonencode() serta melarang input end user pada tag html, css
style, dan script js sensitif yang tidak bisa menerima input end user.
3. Berdasarkan cpu usage dan juga response time dari hasil pengujian cross
site scripting vulnerability assessment tools berdasarkan OWASP Code
Review, diketahui bahwa aplikasi hasil riset lebih cepat dalam pengujian
pada 8 dari 10 pengujian. Hal ini dipengaruhi pula dengan konsumsi
penggunaan cpu oleh aplikasi hasil riset yang terus mengoptimalkan
penggunaan cpu hingga 100%.
7.2 Saran
Berdasarkan penelitian mengenai Cross Site Scripting Vulnerability
Assessement Tools berdasarkan OWASP Code Review, penulis memberikan
beberapa saran yang dapat diterapkan pada penelitian selanjutnya, yaitu:
1. algoritme yang dibangun pada penelitian ini masih belum optimal.
sehingga perlu optimalisasi algoritme sehingga dapat mempercepat
proses vulnerability assessment.
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2. Penelitian ini baru mencakup kerentanan Cross Site Scripting pada
OWASP Code Review sehingga diperlukan pengembangan lebih lanjut
pada jenis kerentanan yang dapat dianlisis pada penelitian selanjutnya.
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LAMPIRAN A EKSPRESI REGULAR VULNERABILITY
ASSESSEMENT TOOLS
A.1 Ekspresi Regular Pencarian Kerentanan Utama








ekspresi regular ini digunakan untuk mencari
fungsi fungsi yang dapat menampilkan








ekspresi regular ini digunakan untuk mencari
fungsi fungsi dan variabel yang menjadi
indikator variabel yang mungkin menyimpan
payload jahat. ekspresi regular ini
menggunakan lookup pada fungsi GET, POST,
FILES, REQUEST, COOKIES
A.2 Ekspresi Regular Pencarian Kerentanan Akibat Tanda Petik
No Ekspresi Regular Deskripsi
1 '.*?<\?.*?\?>.*?' ekspresi regular ini dimaksudkan untuk mencari
tanda petik yang terdapat pada baris yang
dianggap rentan pada ekspresi regular
pencarian kerentanan utama.
A.3 Ekspresi Regular Pencarian Kerentanan Menurut Aturan ke-0
No Ekspresi Regular Deskripsi
1 <script>|<.*? .*?=\".*?='
<\?.*?\?>.*?'\"
ekspresi regular ini berfungsi untuk mencari
masukan user pada html script.
2 <[A-Za-z]+.*?.+=[A-Za-
z]+.*?/>
ekspresi regular ini berfungsi untuk mencari
masukan data pada nama attribute html tag
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3 <!-- ekspresi regular ini berfungsi untuk mencari
tanda komentar pada PHP
4 <<\?.*/> ekspresi regular ini berfungsi untuk mencari
masukan user pada HTML tag name.
A.4 Ekspresi Regular Pencarian Kerentanan Menurut Aturan ke-1
No Ekspresi Regular Deskripsi
1 <[^/|\?][A-Za-z]+> ekspresi regular ini berfungsi untuk mencari
semua tag HTML element content
A.5 Ekspresi Regular Pencarian Kerentanan Menurut Aturan ke-2
No Ekspresi Regular Deskripsi
1 <[A-Za-z]+.*?[A-Za-
z]+=.*?<\?
ekspresi regular ini berfungsi untuk mencari
masukan data yang tak terpercaya pada HTML
attribute.
A.6 Ekspresi Regular Pencarian Kerentanan Menurut Aturan ke-3





ekspresi regular ini adalah gabungan dari tiga
ekspresi regular dengan fungsi positive
lookahead yang berguna untuk mencari tag
dengan nilai tag yang memiliki tanda kutip,
tanda kutip yang berada pada salah satu sisi,
ataupun event handler yang didalamnya
mengandung tanda kutip
A.7 Ekspresi Regular Pencarian Kerentanan Menurut Aturan ke-4
No Ekspresi Regular Deskripsi
1 <style>|span style ekspresi regular ini digunakan untuk mencari
string dengan tag style ataupun span style
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A.8 Ekspresi Regular Pencarian Kerentanan Menurut Aturan ke-5
No Ekspresi Regular Deskripsi
1 <a href=.+<\?.+\?>.+> ekspresi regular ini berfungsi untuk mencari tag
anchor href dengan parameter url yang
menggunakan masukan oleh user.
A.9 Ekspresi Regular Pencarian Kerentanan Menurut Aturan ke-7
No Ekspresi Regular Deskripsi
1 javascript:.*?<\? ekspresi regular ini berfungsi untuk mencari
uniform source locator (url) yang menggunakan
protokol javascript dan memiliki masukan user
didalamnya
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LAMPIRAN B PENGUJIAN RESPONSE TIME




Aplikasi Penelitian Vulny InsideVuln
1 42.149 531.744 110.542
2 55.587 333.453 105.409
3 34.463 325.272 103.688
4 32.412 320.463 104.755
5 32.258 323.808 104.64
6 33.659 327.562 104.389
7 32.332 331.526 104.85
8 33.271 324.233 104.509
9 32.009 332.232 105.286
10 60.025 324.687 105.555
Rerata 38.8165 347.498 105.3623
link: https://github.com/OWASP/Vulnerable-Web-Application
B.2 Pengujian Dengan Sumber Kode Xxsed
No
Waktu (ms)
Aplikasi Penelitian Vulny InsideVuln
1 8.346 113.527 57.738
2 2.31 42.415 48.579
3 6.496 43.805 48.97
4 2.534 44.521 48.915
5 2.567 43.244 48.835
6 4.243 43.767 48.782
7 2.303 44.578 48.895
8 2.154 43.646 49.046
75
9 3.628 43.997 48.858
10 8.617 43.642 49.056
Rerata 4.3198 50.7142 49.7674
B.3 Pengujian Dengan Sumber Kode Vulnerable
No
Waktu (ms)
Aplikasi Penelitian Vulny InsideVuln
1 3.891 52.025 33.236
2 6.298 50.847 27.793
3 11.288 52.475 27.656
4 4.814 52.497 28.074
5 10.293 56.631 27.424
6 7.235 53.425 27.426
7 6.999 54.454 28.364
8 7.03 51.653 27.624
9 2.063 55.325 27.675
10 5.994 51.533 28.185
Rerata 6.5905 53.0865 28.3457
B.4 Pengujian Dengan Sumber Kode Yooz Vulnerable Webapp
No
Waktu (ms)
Aplikasi Penelitian Vulny InsideVuln
1 140.092 138.596 95.804
2 129.051 139.014 91.572
3 117.316 145.434 89.377
4 145.601 142.525 90.736
5 140.647 141.356 89.836
6 125.731 142.541 90.736
7 143.905 142.542 89.675
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8 145.802 138.992 90.077
9 132.447 142.191 90.58
10 136.706 150.907 90.82
Rerata 135.7298 142.4098 90.9213
B.5 Pengujian Dengan Sumber Kode PHP Vulnerability Test Suite
No
Waktu (ms)
Aplikasi Penelitian Vulny InsideVuln
1 22801.457 166199.293 70826.495
2 20412.51 166199.293 66895.848
3 20441.995 165467.288 66184.366
4 20851.796 165897.736 66157.644
5 20423.997 165920.639 66307.125
6 20179.517 166074.224 66532.405
7 20573.905 166285.201 66008.497
8 20943.704 166492.355 66661.064
9 20615.429 166089.688 66311.377
10 21140.23 168345.763 65820.557
Rerata 20838.454 166297.148 66770.5378
B.6 Pengujian Dengan Sumber Kode XSS Exploit
No
Waktu (ms)
Aplikasi Penelitian Vulny InsideVuln
1 1.395 85.517 52.506
2 5.958 35.69 46.839
3 4.934 35.743 46.613
4 4.378 35.783 47.406
5 4.264 34.842 46.224
6 2.494 35.92 46.718
7 5.164 34.897 46.422
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8 4.326 35.366 45.953
9 4.009 34.802 46.224
10 1.545 35.123 45.888
Rerata 3.8467 40.3683 47.0793
B.7 Pengujian Dengan Sumber Kode Vulnerable PHP Code Example
No
Waktu (ms)
Aplikasi Penelitian Vulny InsideVuln
1 21.911 121.908 55.965
2 5.084 79.093 50.768
3 10.086 79.861 50.868
4 2.76 79.635 49.625
5 10.088 79.354 49.764
6 5.327 79.223 48.934
7 10.514 79.623 49.031
8 10.597 79.005 49.677
9 4.41 79.397 49.435
10 6.049 79.526 49.881
Rerata 8.6826 83.6625 50.3948
B.8 Pengujian Dengan Sumber Kode Vulnerable Php Script
No
Waktu (ms)
Aplikasi Penelitian Vulny InsideVuln
1 18.597 150.005 59.329
2 17.552 68.195 52.001
3 45.988 67.003 52.739
4 43.261 67.53 52.096
5 29.827 67.286 52.544
6 45.365 67.826 51.964
7 29.439 68.385 51.709
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8 42.314 68.594 52.394
9 42.314 68.01 52.709
10 26.809 69.027 51.855
Rerata 34.1466 76.1861 52.934
B.9 Pengujian Dengan Sumber Kode PHP Exploits
No
Waktu (ms)
Aplikasi Penelitian Vulny InsideVuln
1 26.333 101.173 72.381
2 46.619 66.269 66.974
3 44.805 65.2 66.292
4 40.875 65.484 66.131
5 44.489 65.338 66.337
6 43.979 65.529 66.414
7 48.609 65.525 65.634
8 45.381 65.495 65.555
9 20.156 66.879 66.634
10 21.911 68.865 67.792
Rerata 38.3157 69.5757 67.0144
B.10 Pengujian Dengan Sumber Kode DVWA
No
Waktu (ms)
Aplikasi Penelitian Vulny InsideVuln
1 65465.615 21875.322 1837.667
2 64876.923 22168.909 1787.29
3 64625.292 21162.576 1768.176
4 64589.086 21890.581 1787.555
5 64509.901 21785.008 1770.803
6 64824.137 21720.667 1784.498
7 64889.573 21548.674 1808.091
79
8 64692.679 21500.047 1847.723
9 65014.463 20654.72 1884.666
10 64824.658 20030.835 1847.411
Rerata 64831.2327 21433.7339 1812.388
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LAMPIRAN C KODE SUMBER PENGUJIAN VALIDASI






























<script><?php echo $_GET['vulnA']; ?></script>
<!-<?php echo $_GET['vulnB']; ?>-->
<div <?php echo $_GET['vulnC']; ?>=test />
<<?php echo $_GET['vulnD']; ?> href="/test" />
<style>
<?php echo $_GET['vulnE']; ?>
</style>
<style>
{ background-url : "<?php echo




{ text-size: "<?php echo








selector { property : "<?php echo
htmlentities($_GET['vulnJ'])?>"; }
</style>

































<div attr=<?php echo $_GET['vulnL']; ?>>content
<div attr='<?php echo $_GET['vulnM']; ?>'>content
<div attr="<?php echo $_GET['vulnN']; ?>">content
















<?php echo $_GET['vulnU']; ?>
</body>
<div>
<?php echo $_GET['vulnW']; ?>
</div>
