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Alison Black, Typefaces for Desktop Publishing (Architecture Design and Technology 
Press, London, EM), Price gl9.95 (paperback), ISBN 1-85454-8417-7. 
A vast number of people now use computers, via the technology of “desktop 
publishing” (DTP) to produce all manner of printed documents. Many of these 
people perform tasks that have traditionally been left to publishers, such as document 
design and production of camera-ready copy for publication. Sadly, few have any 
training in the required areas, and consequently many documents are poorly designed 
and produced, and are unnecessarily hard to read. 
One way to help rectify this situation is to make available to amateur publishers 
books that contain sound advice and practical guidelines, devoid of unnecessary 
detail. This is just such a book. It confines itself to the single area of typefaces 
(although there are also useful hints on document design). 
The typefaces used in a document have an enormous impact on how a reader 
perceives it. Used successfully, the typeface should be invisible to the reader-only 
the content of the text should be perceived when reading. Perhaps the most common 
mistake made by the novice is the use of too many fonts (especially for emphasis), 
as if trying to demonstrate a mastery of the DTP system. The design of a typeface 
also has a large effect on legibility. Again, novices tend to use fonts because they 
are “pretty”, rather than readable. Even a legible font can be inappropriate for 
documents of a particular genre. Alison Black discusses these points, and many 
more, and guides the reader through the choice and use of typefaces. 
The book is divided into three parts. The first part, “Criteria for Choosing 
Typefaces”, describes the various aspects of a typeface, such as legibility and genre, 
that should be considered when choosing a typeface. The second part describes the 
technologies used to describe typefaces inside a computer, and to render characters 
visible on various media. The last part defines the technical terms used by printers 
(both human and mechanical) to describe typefaces. Where appropriate, each 
chapter contains a checklist of items to consider. The book is laced with apposite 
examples, and, as one would expect from a book on this subject, is delightfully 
produced. 
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The only part of the book I took exception to was the paragraph on Knuth’s 
metafont system (p. 80), which I felt was overly negative. In contrast, the rest of 
the chapter on DIY character production did not seem negative nough; I feel 
someone reading this chapter might take the task of character design too lightly. I 
also find the verb “to desktop publish” ugly, but I fear it has become part of the 
accepted jargon. 
I can recommend this book without hesitation to anyone who has responsibility 
for the typefaces ust;d in a document., Indeed, I can only hope that large numbers 
of “desktop ublishers” will heed its advice. 
Mario WOLCZKO 
Department of Computer Science 
Manchester University 
Manchester, United Kingdom 
Matthew Hennessy, Tke Semantics of Progmmming Languages: An Elementav 
Intmcktion Using Structuml Opemtional Semantics (Wiley, Chichester, United 
Kingdom, 1990), Price $14.50 (paperback), ISBN O-471-92772-4. 
This has been an easy book to both read and review. The author meets his stated 
objective of providing an elementary introduction to programming language seman- 
tics via structural operational semantics. Most books dealing with programming 
language semantics follow either the denotational or axiomatic approaches. 
Hennessy gives us a different view based on structural operational semantics. Hence 
this book provides a useful addition to the computing literature. 
As a student ext, the book is intended for second-year undergraduate students 
and has the advantage that it requires less in the way of prerequisites than other 
books on programming language semantics. The real decision that subject lecturers 
will need to make is whether they want a course based on structural operational 
semantics, or some other approach. If the choice is the former, then Hennessy’s 
book will make an excellent text for such a course. 
Overview 
After a somewhat scant justification of programming language semantics as a 
field of study, Chapter 1 goes on to introduce abstract syntax and then give a very 
nice introduction to inductively defined sets. Chapter 2 gives a quick comparison 
of concrete operational semantics, evaluation semantics, computation semantics, 
and denotational semantics via the example of simple arithmetic expressions. 
Chapters 3-5 cover the main topic of the book: structural operational semantics. 
Chapters 3 and 4 concentrate on evaluation semantics via examples of a simple 
functional anguage, a calculator, a stream language and an imperative language, 
while Chapter 5 gives computational semantics for the functional language and the 
imperative language. 
