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Abstract
This publication presents Gsig Parsing, an alternative syntactic testing mechanism for visual languages through the
division of parsing in two stages, context-free and context-dependent analisis. As a real example of the new proposed
form, the visual programm editor E GraPiCO is shown.
Keywords: Visual languages, Computational calculus, Parsing.
Resumen
En esta publicacio´n se presenta Gsig Parsing, una alternativa de un mecanismo de comprobacio´n sinta´ctica para
lenguajes visuales por medio de la divisio´n del parsing en dos etapas, los Ana´lisis Independientes de Contexto y los
Sensibles al Contexto. Como un ejemplo real de la nueva forma propuesta se muestra el editor de programas visuales
E GraPiCO.
Palabras clave: Lenguajes Visuales, Ca´lculo computacional, Ana´lisis sinta´ctico.
*Lenguajes de Programacio´n Visual









Cada vez que se requiere la implementacio´n de un procesador de algu´n lenguaje, siempre se efectu´an de alguna
manera las etapas de lo que se entiende como compilador: Ana´lisis le´xico, Ana´lisis sinta´ctico, Ana´lisis sema´ntico,
Optimizacio´n y Generacio´n de co´digo.
Si se tienen n compiladores cruzados1, y a su vez, escalonados2 se tendra´ una cantidad n de ana´lisis le´xicos,









Figura 1: Compilador escalonado.
Aunque las etapas de ana´lisis le´xico y sinta´ctico son bien conocidas y su implementacio´n no presenta un alto nivel
de complejidad (por lo menos en las grama´ticas de los lenguajes que esta´n dentro de la clase 3 de la jerarquı´a de
Noam Chomsky) prescindir de alguno de estos procesos puede representar una gran ayuda al momento de disen˜ar y/o
implementar un procesador de lenguajes. Para dejar de efectuar el ana´lisis le´xico y/o el sinta´ctico en un compilador B
que recibe co´digo de otro A, se requiere la total certeza de que el co´digo resultante de A este´ le´xica y sinta´cticamente
correcto, adema´s de que se debe contar en B con un mecanismo que aproveche esta caracterı´stica.
Uno de los casos donde aporta mayor utilidad el renunciar a etapas de compilacio´n, ya sea el ana´lisis le´xico o
sinta´ctico, es en los Lenguajes Visuales, dado que para el almacenamiento de un programa se emplea un co´digo inter-
medio con formato textual para poder realizar los ana´lisis y la traduccio´n a co´digo objeto. Consecuente con lo anterior,
es que si se efectua un ana´lisis sinta´ctico analizando los ı´conos desde una grama´tica para lenguajes visuales (tarea de
sobra costosa) posteriormente al realizar el proceso de compilacio´n desde el programa almacenado textualmente, se
debera´ efectuar de nuevo el ana´lisis sinta´ctico y despue´s el resto de los ana´lisis y procedimientos. Uno de los meca-
nismos existentes ma´s difundidos para realizar el ana´lisis sinta´ctico de los Lenguajes Visuales es el presentado en [2],
consiste en un mecanismo para verificar la sintaxis de un programa visual mediante una forma especial del conocido
ana´lisis LR(0), con los inconvenientes que e´ste pueda tener, como el requerimiento de la construccio´n de una tabla de
ana´lisis sinta´ctico (que resulta ser bastante grande como se puede apreciar en el artı´culo). De otro lado, si no se tome
en la cuenta las caracterı´sticas operativas del ana´lisis sinta´ctico de un programa visual, resta la dificultad de extraer
cada uno de los sintagmas3 presentes.
Surgen entonces, dos interrogantes:
¿Co´mo efectuar el ana´lisis sinta´ctico en el co´digo visual sin tanto costo?
¿Co´mo implementar procesos de compilacio´n como la traduccio´n desde un programa visual hacia algu´n tipo de co´digo
textual sin repetir el ana´lisis sinta´ctico?
En las siguientes secciones se propondra´n soluciones a estas preguntas. De esta manera, los aportes fundamentales
del trabajo presentado son: Primero, una nueva forma para hacer el ana´lisis sinta´ctico de los Lenguajes Visuales y
segundo, la presentacio´n de un caso real de utilizacio´n del mecanismo propuesto.
El presente artı´culo tratara´ el siguiende orden de ideas: 1. Introduccio´n del artı´culo, 2. Presentacio´n de la manera de
comprobacio´n sinta´ctica planteada, 3. Exhibicio´n de un ejemplo en el que se usa la nueva forma de ana´lisis sinta´ctico,
4. Una descripcio´n de la forma como se implemento´ el editor y 5. Discusio´n de las conclusiones de la investigacio´n y
el desarrollo.
2. Alternativa para comprobacio´n sinta´ctica de Lenguajes Visuales
Independiente de la especificacio´n gramatical que se utilice la comprobacio´n sinta´ctica tiene dos niveles: Sintaxis
independiente del contexto y Sintaxis dependiente del contexto.
1Un compilador se denomina cruzado cuando recibe el lenguaje fuente F , corre sobre una ma´quina que ejecuta co´digo I y produce un co´digo





2Se denominan compiladores escalonados aquellos procesadores de lenguajes que toman un par de compiladores cruzados para obtener otro
compilador con caracterı´sticas diferentes.
3Combinacio´n ordenada de significantes que interactu´an formando un todo con sentido, dentro de un conjunto de reglas y convenciones sinta´cti-
cas.








Segu´n la jerarquı´a de Noam Chomsky, para especificar la sintaxis independiente de contexto de un lenguaje textual,
se requiere a lo sumo, una grama´tica tipo 2, mientras que para especificar la sintaxis dependiente de contexto se
necesita mı´nimo, una grama´tica tipo 1. De lo anterior, se puede concluir que desde el punto de vista computacional
es ma´s costosa la comprobacio´n sinta´ctica dependiente del contexto que la independiente. Es por este motivo, que en
la pra´ctica se prefiere disen˜ar una grama´tica tipo 2 o´ 3 (para tratar la sintaxis independiente de contexto y dejar el
tratamiento de la dependiente en otras etapas posteriores), que construir una grama´tica tipo 1 (donde se contemplen
todas las caracterı´sticas posibles desde la sintaxis) y enfrentar un problema mucho ma´s complicado. Esta metodologı´a
de dividir y conquistar serı´a muy u´til en el tratamiento de Lenguajes Visuales si se pudieran abstraer y modelar las
caracterı´sticas independientes de contexto, dentro del ana´lisis en una primera etapa desde el Lenguaje Visual y hacer
que se conserven las caracterı´sticas de sinta´xis dependiente de contexto en el lenguaje textual de almacenamiento
(de los programas inicialmente visuales), para su posterior ana´lisis y tratamiento. Lo anterior, requiere que desde la
grama´tica podamos obtener las caracterı´sticas independientes de contexto, para esto se empleara´n las Grama´ticas de
Sistemas de I´conos Generalizados, G sig.
2.1. Introduccio´n a las Gsig (Grama´ticas de Sistemas de I´conos Generalizados)
Dentro de los principales problemas que se deben enfrentar al trabajar con lenguajes visuales se encuentra el
establecimiento de una especificacio´n gramatical, para ası´, determinar un mecanismo de traduccio´n a lenguaje objeto
y un mecanismo de almacenamiento de co´digo intermedio. En otras palabras, requerimos guardar en algu´n medio
los programas visuales siguiendo las reglas de alguna especificacio´n gramatical, para posteriormente, mediante un
mecanismo de traduccio´n, obtener un co´digo objeto.
En [3] se presenta la forma de especificacio´n gramatical denominada Gsig, la cual consiste en la representacio´n
textual de la informacio´n visual de un determinado constructor o conjunto de constructores. Ampliando la idea, una
Gsig almacena en una expresio´n textual, la informacio´n visual de cada constructor independiente X (referida como la
parte fı´sica)4, las relaciones con otros constructores del lenguaje (sintagmas llamados la parte lo´gica) y su respectiva
etiqueta, organizadas como se presenta en la ecuacio´n 1.
E [[X]]a = Sb Sd1c
Parte F ı´sica
︷ ︸︸ ︷






E [[Ex(X)]] Sd2c (1)
aFuncio´n sema´ntica que nos entrega la especificacio´n del constructor visual X
bSı´mbolo de identificacio´n que permite determinar la especificacio´n de manera u´nica.
cComponentes le´xicos de delimitacio´n de la especificacio´n
dSı´mbolo de terminacio´n de la Parte Fı´sica.
eSı´mbolo de terminacio´n de la Etiqueta.
De forma similar, para el caso de la especificacio´n de un conjunto de constructores visuales, una Gsig almacena en
una expresio´n textual, la especificacio´n de cada uno de los constructores y los correspondientes sı´mbolos de sincroni-
zacio´n Ŝci, como se muestra en la ecuacio´n 2.
E [[X1, · · · , Xn]] = Sd1 E [[X1]] Ŝc1 · · · Ŝcn−1 E [[Xn]] Sd2 (2)
2.2. Definicio´n formal del nuevo mecanismo de ana´lisis sinta´ctico para Lenguajes Visuales
Antes de continuar se necesita una definicio´n.
4Partes que componen los ı´conos generalizados presentados por Chang en [1]














imagenX Si X → S′ Sd1 (X − Y ) imagenX ∼ ... ,
PRIMEROS ´ICONOS(PLXa) Si X → S′ Sd1  ∼ EtXb : PLX Sd2,
⋃
PRIMEROS ´ICONOS(Xi) Si X → S′ Sd1 X1 Ŝc1 · · · Ŝcn−1 Xn Sd2,
PRIMEROS ´ICONOS(Y  Z)c Si X → Y | Z.
(3)
aParte Lo´gica del constructor X
bEtiqueta dada por el usuario al constructor X
cO exclusivo entre las producciones Y y Z
Ya que las Grama´ticas de Sistemas de I´conos Generalizados tienen una estructura que las clasifica dentro de la
jerarquı´a de Noam Chomsky como de tipo 2, podemos afirmar que cada produccio´n nos determina unas caracterı´sticas
independientes del contexto ası´:
Caracterı´sticas independientes de contexto en las producciones de los operadores independientes:
X → S′ Sd1 ParteF ı´sicaX ∼ EtiquetaX : ParteLo´gicaX︸ ︷︷ ︸
LX
Sd2 (4)
1. Los sı´mbolos de sincronizacio´n: S′, Sd1, ∼ y : . Esta´n determinados para cada constructor independiente
del lenguaje.
2. La ParteF ı´sica de cada constructor esta´ determinada por la aplicacio´n de edicio´n de programas visuales.
3. La ventana resultado de la expansio´n del ı´cono etiquetado con EtiquetaX so´lo podra´ contener ı´conos
que pertenezcan a PRIMEROS I´CONOS(LX).
Caracterı´sticas independientes de contexto en las producciones de los conjuntos de constructores dentro de una
expansio´n:
LX → S′ Sd1 X1 Ŝc1 · · · Ŝcn−1 Xn Sd2 (5)
1. Los sı´mbolos de sincronizacio´n: S′ Sd1, Sd2 Ŝc1 ... Ŝcn−1. Esta´n determinados para cada conjunto de
constructores dentro de una expansio´n.
2. La ventana LX u´nicamente puede contener ı´conos que pertenezcan a PRIMEROS I´CONOS(LX).
Se necesita un par de definiciones para proseguir.
Definicio´n 2. En adelante, llamaremos Ventana de Expansio´n al a´rea de trabajo resultande de expandir un ı´cono
en alguna aplicacio´n para edicio´n de programas visuales y donde se pueden desplazar ı´conos de contructores del
lenguaje. De igual forma, una Ventana de Expansio´n Activa es una Ventana de Expansio´n que tiene el enfoque en ese
instante, se representa por una ventana con los bordes ma´s gruesos (ver figura 2).
Definicio´n 3. En lo subsiguiente se hara´ referencia como Ventana de Constructores Activos al repositorio de ı´conos
de constructores del lenguaje (presente en una aplicacio´n para la edicio´n de programas visuales) que pueden ser
desplazados hacia su respectiva Ventana de expansio´n activa para su utilizacio´n. Se muestra como una ventana con
los ı´conos organizados en vertical (ver figura 2).
Consecuente con las definiciones 2 y 3 se puede definir que´ constructores pueden intervenir en la parte lo´gica de
cada constructor visual expresado con una Gsig.
Definicio´n 4. Los I´conos Activos son las gra´ficas que aparecera´n en una ventana de constructores activos y que
podra´n ser desplazados hacia una ventana de expansio´n determinada.
Si X es un constructor visual, entonces en su Ventana de Expansio´n (cuando este´ Activa) so´lo se podra´n desplazar
los respectivos ı´conos activos, los cuales corresponden a PRIMEROS ´ICONOS(LX).













Ventana de expansion activa´
Ventana de iconos activos´







Figura 3: I´conos permitidos en la ventana de expansio´n activa del ı´cono del constructor X .
X →S′ Sd1 ParteF ı´sica ∼ EtiquetaX : ParteLo´gica︸ ︷︷ ︸
LX
Sd2
LX →S′ Sd1 X1 Ŝc1 · · · Ŝcn−1 Xn Sd2
X1 →S





′ Sd1 (x− y) imagenXn ∼ · · ·
PRIMEROS ´ICONOS(LX) = {imagen1, . . . , imagenn}
imagenXi
def= Xi
De esta manera, se puede restringir la utilizacio´n del conjunto de ı´conos en cada ventana del editor de programas
visuales asegurando que en cada ventana de expansio´n (parte lo´gica del constructor respectivo) solamente se permitan
desplazar los ı´conos de constructores adecuados, logrando de esta forma, que todo programa editado en un entorno que
contenga y emplee la definicio´n de las ventanas de constructores activos sera´ gramatica´lmente correcto con respecto
a su sintaxis independiente del contexto. Pudiendo ası´, generar el programa en co´digo textual de almacenamiento sin
errores sinta´cticos independientes del contexto, para analizarlo en funcio´n de la sintaxis dependiente del contexto.
De esta forma, se ha dividido el ana´lisis sinta´ctico de un lenguaje visual en dos etapas diferentes:
1. Ana´lisis sinta´ctico independiente de contexto: que se efectu´a al momento de la edicio´n del programa visual
no permitiendo que el usuario pueda desplazar un ı´cono a una ventana que no le corresponde o, en otras pala-








bras, se restringen los ı´conos activos dependiendo de la ventana de expansio´n activa, en te´rminos de lingu¨ı´stica
computacional, se acota el conjunto de lexemas que pueden aparecer en un contexto (se define un paradigma5).
2. Ana´lisis sinta´ctico sensible al contexto: Se efectu´a (en las etapas de ana´lisis sema´ntico y traduccio´n) sobre el
modelo textual de almacenamiento con la precondicio´n de que esta´ correcto con respecto a la sinta´xis inde-
pendiente del contexto. Lo anterior, se consigue empleando un mecanismo de traduccio´n como el T Gsig [4],
adema´s de la inclusio´n de tablas de sı´mbolos, (para un recorrido eficiente se emplean Tablas Hash) en donde
se almacena informacio´n de: identificadores (a´mbito, clase de identificador), declaraciones de a´mbito (lista de
identificadores de variables y me´todos), envı´o de mensajes (lista de identificadores), me´todos (lista de para´me-
tros), para recorrer cada una de las tablas y verificar las condiciones dependientes del contexto como: todas las
variables debe tener un valor asociado, la cantidad de argumentos en un me´todo deben ser igual a la cantidad de
para´metros declarados, se deben emplear me´todos existentes. Lo anterior, a sabiendas de que el co´digo recibido
cumple con las caracterı´sticas sinta´cticas independientes del contexto.
3. Ejemplo: El editor del Ca´lculo Visual GraPiCO, E GraPiCO
Ante el requerimiento de una aplicacio´n que permita la programacio´n en Calculo GraPiCO [5] del Grupo de
Invetigacio´n AVISPA6 se disen˜o´ e implemento´ un editor visual denomidado E GraPiCO; para efectuar su parser se
empleo´ el mecanismo de comprobacio´n sinta´ctica propuesto en este artı´culo. En las secciones posteriores se hace su
introduccio´n.
3.1. Alfabeto de GraPiCO
El la figura 4 se ilustran los ı´conos que pueden a parecer en un momento dado dentro de un programa GraPiCO
(Ventana de I´conos Activos ma´s general) y por medio de glosas se explican cada uno de los elementos gramaticales
utilizados en E GraPiCO, esta tambie´n es una forma de presentar el grupo de I´conos Activos de cada constructor que
genere una Ventana de Expansio´n
3.2. Descripcio´n del a´rea de trabajo (Caracterı´sticas del editor)
Los lenguajes visuales esta´n basados en un lenguaje ico´nico que representa los elementos del problema en dis-
cusio´n. Por tanto se propuso crear una interfaz que permita construir programas gra´ficamente mediante un alfabeto
gra´fico definido, facilita´ndole al programador representar en un a´rea de disen˜o las diferentes instrucciones GraPiCO.
Para ello, la interfaz de desarrollo ofrecera´ un entorno amigable para el programador, con las respectivas herra-
mientas gra´ficas necesarias para la total representacio´n de las sentencias del ca´lculo GraPiCO. Las herramientas deben
contener las caracterı´sticas indispensables para la comodidad del usuario durante el desarrollo de sus programas; entre
estas caracterı´sticas encontramos:
La validacio´n sinta´ctica definiendo la disponibilidad de las herramientas segu´n el tipo de sentencia que se
este´ programando.
El control de las ayudas contextuales y elementos gra´ficos de soporte al usuario.
La navegabilidad entre ventanas para describir la estructura del programa GraPiCO.
Barras de herramientas, que permiten ejecutar funcionalidades muy repetidamente.
3.3. Representacio´n de un Programa GraPiCO
Se desarrollo´ un entorno visual que le brinda al programador las herramientas gra´ficas necesarias para diagramar
sobre una Lista de Ambientes (a´rea de trabajo), obteniendo como resultado un Programa GraPiCO. Un Programa
GraPiCO se compone de una Lista de Ambientes y a su vez cada Lista de Ambientes puede tener una Lista de Cons-
tructores; un Ambiente es el espacio donde el programador dibujara´ las instrucciones que constituyen su Programa
(formalmente una Ventana de Expansio´n). Donde cada Ambiente utilizado tiene definido un Conjunto de Gra´ficos que
se relacionan entre sı´ para expresar una instruccio´n, y a su vez son el punto de partida para generar nuevos Ambientes.
5Conjunto virtual de elementos de una misma clase gramatical, que pueden aparecer en un mismo contexto.
6Ambientes Visuales de Programacio´n Aplicativa, Universidad Javeriana, Universidad Del Valle, Universidad De Los Andres, Instituto IRCAM








Figura 4: Representacio´n del lenguaje ico´nico manejado a partir de la grama´tica del Ca´lculo Visual GraPiCO.








Figura 5: Disen˜o del formulario Principal
Los objetos definidos pueden ser usados como procesos en distintos Ambientes dependiendo de las Restricciones
Sinta´cticas visuales impuestas7.
3.4. Componentes del entorno gra´fico
El entorno debe proporcionar los mecanismos necesarios para que el programador dibuje de manera co´moda las
instrucciones de su Programa, utilizando las herramientas gra´ficas, sobre los Ambientes o Paneles. Los mecanismos
ofrecidos por E GraPiCO son:
Menu´: Despliega un listado de las opciones disponibles del entorno gra´fico de acuerdo a las categorı´as en que
las opciones se encuentren agrupadas.
Barra de Herramientas: Despliega una serie de ı´conos que corresponden a algunas herramientas utilizadas pa-
ra tareas que proporciona el entorno, las cuales son de uso frecuente por el programador de Ca´lculo Visual
GraPiCO.
Caja de herramientas (Ventana de I´conos Activos): Despliega organizadas en un a´rbol de jerarquı´as, las he-
rramientas disponibles para la construccio´n de las sentencias del Ca´lculo Visual GraPiCO, dependiendo de las
Restricciones de cada Ambiente.
A´rea de construccio´n del programa: En esta a´rea sera´n organizados los paneles de disen˜o para la construccio´n
del programa. Esta a´rea es la que contendra´ todas las ventanas, donde cada ventana representa un Ambiente y
e´ste a su vez una instruccio´n GraPiCO.
Formulario principal: Es la ventana que integra todos los elementos mencionados anteriormente.
7Definicio´n de los conjuntos I´conos Activos para cada Ambiente








Figura 6: Diagrama de secuencia DnD.
Para dibujar una sentencia en un programa GraPiCO, el programador debe seleccionar de la caja de herramientas
un ı´cono que representa un elemento de la grama´tica utilizada, arrastrarlo y soltarlo sobre el Ambiente o ventana
actual del a´rea de construccio´n. Cuando un ı´cono es soltado sobre un Ambiente se debe interpretar sus caracterı´sticas
y dibujarlo sobre el Ambiente en donde indique la posicio´n del puntero del Mouse.
Para mostrar la manera como se comporta la aplicacio´n se presentara´n los diagramas de secuencias ma´s relevantes
en los apartados siguientes.
3.5. Diagrama de secuencia Drag And Drop (DnD) de la Caja de Herramientas hacia los ambientes de trabajo
El diagrama de la figura 6 presenta el manejo del desplazamiento de los constructores de la caja de herramientas
(Ventana de I´conos Activos) hacia el ambiente (Ventana de Expansio´n Activa).
3.6. Diagrama de secuencia de activacio´n de un Ambiente y actualizacio´n de la Caja de Herramientas
La figura 7 contiene el diagrama que muestra como se efectu´an los cambios en la caja de herramientas (conjunto
de Constructores que aparecen en la Ventana de Iconos Activos) dependiendo del ambiente (Ventana de Expansio´n)
activo.
4. Descripcio´n del Desarrollo del editor
4.1. Herramientas para el desarrollo del proyecto
Como herramienta, en el lenguaje de programacio´n JAVA, existe el entorno de desarrollo NETBEANS IDE basado
en el software de NETBEANS.org que proporciona mecanismos para escribir, disen˜ar, compilar, depurar y ejecutar
programas JAVA ayudando en la generacio´n de co´digo, documentacio´n (Developer collaboration) y de clases que hacen
e´nfasis en el manejo de API, como por ejemplo, Swing (Grupo de componentes escritos en java para disen˜ar interfases
graficas de usuario multiplataforma), JAVA 2D (incorporacio´n de gra´ficos 2D de alta calidad, texto e ima´genes) y,
soporte Drag and Drop (arrastrar y soltar: trasferencia de objetos gra´ficos entre paneles y aplicaciones).








Figura 7: Diagrama de secuencia de activacio´n y actualizacio´n.
4.2. Funcionalidades del Editor Gra´fico para El Ca´lculo Visual GraPiCO.
4.2.1. Ana´lisis Sinta´ctico Dina´mico
Uno de los avances del editor, es la propiedad de realizar un ana´lisis sinta´ctico dina´mico, cuya funcio´n es analizar
la manera en que el usuario esta´ utilizando el lenguaje ico´nico del Ca´lculo Visual GraPiCO y que concuerde con los
te´rminos de la grama´tica expuestos en [5], mientras se lleva a cabo conjuntamente la creacio´n de e´l, concluyendo en
que todas las listas de Ambientes generadas en el Programa hecho por el usuario, se ejecute sin errores sinta´cticos (de
orden) a partir de reglas sinta´cticas creadas que convierten el programa visual con cada unos de sus elementos gra´ficos
a una forma textual, con el objetivo de entregarle a las siguientes etapas de compilacio´n un programa almacenado de
forma textual sinta´cticamente correcto y que el compilador no tenga que realizar un ana´lisis sinta´ctico. El Ana´lisis
Sinta´ctico Dina´mico esta´ implı´cito en el editor, hacie´ndolo dina´mico debido a que el usuario no puede cometer errores
de programacio´n.
Para utilizar la teorı´a expuesta en la seccio´n 2.2 la implementacio´n del entorno gra´fico de E GraPiCO se disen˜o´ de
manera que la Ventana de Constructores Activos (planteada en la Definicio´n 3) aparece representada por la caja de
herramientas (ToolBox en el desarrollo), donde se situan los dibujos con los que se puede construir los programas
GraPiCO (el conjunto PRIMEROS ´ICONOS(X) introducido en la Definicio´n 1) mediante su desplazamiento hacia
las ventanas en el A´rea de Construccio´n de Programa o Desktop (estas ventanas son denominadas Ambients, tipo
especı´fico de Frame en la implementacio´n para la construccio´n de sentencias de lenguaje); la conformacio´n del grupo
de ı´conos esta´ condicionada por la ventana que en ese instante tenga el enfoque (mostrada como Ventana de Expansio´n
Activa en la Definicio´n 2), ası´, cuando un determinado ı´cono es expandido, su correspondiente conjunto de I´conos
Activos (segu´n la Definicio´n 4) es dispuesto en la caja de herramientas para hacer posible su empleo en la edicio´n de
programas.
Para desarrollar este ana´lisis es necesario lograr que cada ı´cono de constructor del lenguaje active su respectiva caja
de herramientas. Esta relacio´n entre constructores y conjunto de I´conos Activos en la caja de herramientas se puede
modelar mediante una tabla de reglas de disponibilidad de herramientas para los Ambients como la que se utilizo´ para
E GraPiCO y que se presenta en la figura 9. Un ejemplo para demostrar esta funcionalidad, es cuando el usuario
se encuentra en un Ambient Me´todo, en donde so´lo podra´ desplazar de la caja de herramientas los constructores
de Programa, Proceso e Identificadores. La operabilidad de estas reglas en el editor es exhibida en el diagrama de
secuencia en la figura 8.








Figura 8: Diagrama de secuencia de actualizacio´n de Ambients y actualizacio´n de la caja de herramientas.
Constructor \ Ambients Prog. Context Method Constraints Constraints Group Msg Send
Program X X




Identifiers X X X X
Constraints X
Figura 9: Tabla de la relacio´n entre constructores y ventanas (Ambients)








4.2.2. Almacenamiento Textual de los Programas GraPiCO
Frente a la necesidad de brindar la posibilidad de guardar un programa para su posterior edicio´n o ejecucio´n se
empleo´ una representacio´n textual de cada constructor utilizado en el Ca´lculo Visual GraPiCO por medio de las G sig
presentadas en [3], de manera que el archivo almacenado conserve la jerarquı´a generada en los programas. Es decir,
a partir del Ambient principal (conocido en el editor como Main), se crea un orden para el conjunto de contructores
utilizados siguiendo el a´rbol sinta´ctico del programa.
5. Conclusion
De esta manera, mediante el mecanismo de dividir y conquistar se ha reducido la dificultad del ana´lisis sinta´cti-
co de un programa visual, pues en lugar de hacer el ana´lisis sinta´tico en su totalidad desde el programa visual, se
plantea una primera etapa de ana´lisis sinta´ctico independiente de contexto de manera dina´mica, y se efectu´a el ana´lisis
dependiente de contexto de manera esta´tica, es decir, se abstraen las comprobaciones sinta´ticas que se pueden hacer
al momento de la edicio´n (sin mucho costo computacional) de las que requieren mayor tratamiento y almacenamiento
de informacio´n, de otra forma, el ana´lisis dependiente de contexto.
Gracias a los me´todos formales que se emplearon para presentar el nuevo mecanismo es posible la demostracio´n
de correcio´n de la etapa de ana´lisis sinta´ctico a un lenguaje de programacio´n.
por medio de la implementacio´n de E GraPiCO se pudo constatar que, en efecto, la nueva forma de ana´lisis
sintactico introducida es u´til y se puede ayudar en la elaboracio´n de nuevos lenguajes de programacio´n visual donde
se requiera un parsing agil y correcto.
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