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Abstract. Most reported MDA approaches give much attention to structural as-
pects in PSMs and in generated code, and less attention to the PIM level and the 
behaviour of the modelled applications. Consequently, application behaviour is 
generally not (well) defined at the PIM level. This paper presents an MDA-
based approach that incorporates behaviour modelling at the PIM level in the 
development of a specific category of applications, i.e., context-aware mobile 
applications. The paper also illustrates a behaviour model transformation real-
ized by using Medini QVT, which is a tool that implements the Query/ View/ 
Transformation (QVT) Relations specification defined by OMG for model-to-
model transformations.  
1   Introduction 
The MDA community agrees on the need to consider behavioural aspects in model 
transformations meant to support application development. However, there is still no 
agreement on how behaviour aspects should be supported. Although considerable 
effort has been done on model transformations from PIMs to PSMs in several applica-
tion domains, most reported MDA approaches [7,8,13] give much attention to struc-
tural aspects in PSMs and in generated code, and less attention to the PIM level and the 
behaviour of the modelled applications. Consequently, application behaviour is gener-
ally not (well) defined at the PIM level, and behavioural aspects have to be incorpo-
rated later in the development process, by adding hand-written code as annotations to 
PSMs or to implementation code skeletons. In this paper, we provide an MDA-based 
approach that focuses on behaviour modelling of a specific category of applications, 
namely, context-aware mobile applications. Context-aware mobile applications are 
intelligent applications capable to sense changes in the user’s environment and conse-
quently adjust their behaviour in order to provide relevant functionality to their user 
anywhere and at anytime.    
Our MDA-based approach for the development of context-aware mobile applica-
tions decomposes the PIM level in three levels of platform-independence, where each 
consecutive PIM level consists of a refinement of the previous one, stressing the  
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behavioural aspects. This paper presents our first results towards the automation of 
this approach, illustrated with a case study that realises a model transformation with 
the Medini QVT tool [17], which implements the Query/View/Transformation (QVT) 
Relations specification defined by OMG for model-to-model transformations. 
The structure of the paper is the following: Section 2 presents an overview of the 
A-MUSE MDA-based methodology and focuses on the PIM level of this methodol-
ogy, Section 3 illustrates with a case study the application of Medini QVT in the first 
transformation step of our approach, Section 4 discusses our second transformation 
step, Section 5 discusses some related work, and Section 6 presents our conclusions 
and identifies topics for future work.  
2   MDA-Based Approach 
According to MDA principles, the A-MUSE design methodology divides the design 
of distributed applications in different levels of models with different degrees of ab-
straction and platform-independence. Fig. 1 shows how the levels considered in this 
methodology can be applied to context-aware mobile applications [1,2]. 
The service specification level describes a context-aware mobile service1 as a 
monolithic behaviour from an external perspective. At this level, we specify the func-
tionality that our service offers to its user and we do not consider any structural detail 
of the service, i.e., we abstract from its internal components.  
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Fig. 1. A-MUSE design methodology for context-aware mobile applications 
                                                          
1
 The term service at this level denotes the observable behaviour of the whole application, as 
opposed to the use of the term service in service-oriented architectures to denote the func-
tionality supported by a service provider reachable from some middleware. 
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The platform-independent service design level describes a context-aware mobile 
application from an internal perspective revealing a (given) architecture. This archi-
tecture, which is described in [4], consists of context sources, action providers, coor-
dination component, service trader and user components. Context sources sense 
events in the user’s environment and provide these events to the coordination compo-
nent, which consequently triggers actions that are executed by action providers. Con-
text sources and action providers are registered in the service trader in order to be 
dynamically available to the coordination component. Each user accesses the service 
through a user component, which provides the user interface and forwards requests to 
the coordination component. The core of this architecture consists of the coordination 
component, since it orchestrates all the internal interactions. These interactions are: (i) 
user requests from user components, (ii) context events from context sources, (iii) 
actions to be executed by action providers, and (iv) resources registered in the service 
trader.  
The platform-specific service design level describes the realisation of a context-
aware mobile application in terms of specific target technologies. Several alternative 
PSMs may implement a PIM as long as correctness and consistency are guaranteed. 
Therefore, it is in principle possible to use different middleware technologies to real-
ise the platform-specific service design, such as, for example, web services or 
CORBA, as indicated in Fig. 1. 
This paper focuses on the platform-independent design level of the methodology 
shown in Fig. 1, namely on the service specification and platform-independent service 
design model and the transformation T1 between these models. Fig.1 shows that the 
platform-independent design phase in the A-MUSE design methodology is decom-
posed in the service specification and platform-independent service design steps. The 
platform-independent service design model should be a refinement of the service 
specification, which implies that correctness and consistency particularly of behav-
ioural issues have to be addressed in the refinement transformation. However, when 
trying to realise this refinement transformation, we noticed that the gap between ser-
vice specification and platform-independent service design is rather wide, so that 
correctness and consistency was hard to guarantee in a single refinement transforma-
tion T1. Therefore, we introduced an intermediate step in which the service specifica-
tion behaviour is refined. This intermediate step results in an intermediate design 
called service design refined model and our final PIM is renamed to service design 
component model. The refinement transformation T1 has been consistently decom-
posed in two transformations T1’ and T1”. Fig. 2 shows the approach we have defined 
with all the PIM levels and transformations between these levels.  
Fig. 2 depicts the starting point of our approach, i.e., the service specification, in 
which we define the functionality offered by the application to the user in terms of 
actions and causality relations between these actions. The actions and causality rela-
tions at the service specification level are too abstract to be directly realised by plat-
form-specific technologies. Therefore, the second step of our approach consists of 
defining a service design refined model, in which we refine each of these actions and 
causality relations into more detailed actions and causality relations that can be directly 
supported by the realisation platform. In the next step we compare the refinements in 
the service design refined model in order to identify sequences of actions that recur in  
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Fig. 2. PIM levels and transformations between these levels 
several refinements. We call these sequences of actions interaction patterns, which we 
have defined in [3] as a ‘recurring sequence of actions performed by two or more inter-
acting components defined from the internal perspective of a service’.  
Fig. 2 shows two interaction patterns and their assignment to components. The first 
interaction pattern, which we have marked with the “ ” symbol, recurs in the refine-
ment of actions 1 and 3, and is assigned with dashed arrows to the corresponding 
components (components A and B in Fig. 2). The second interaction pattern, which 
we have marked with the “ ” symbol, recurs in the refinement of actions 2 and 4, and 
is assigned with dotted arrows to components C and D. The assignment of interaction 
patterns to components results in the service design component model, in which we 
define the behaviour of each individual component. The service design component 
model provides the input for the platform-specific service design level without impos-
ing any specific implementation choices. For example, the coordinator component can 
be implemented as a BPEL process, the action providers as web services, and the 
service trader as a UDDI registry.  
In contrast to our approach, most reported MDA development practices [7,8,13] do 
not consider behaviour refinements at the PIM level and directly start the develop-
ment process by defining a platform-independent model of the architecture that im-
plements the application (our service design component model). We believe that this 
is the major novelty of our approach.      
3   Transformation from Specification to Design Refined Model 
This section illustrates with a case study the transformation T1’ of Fig. 2 (from service 
specification to service design refined model). This case study is the Live Contacts 
application [14], which consists of a context-aware mobile application that runs on 
Pocket PC phones, Smartphones and desktop PCs. Live Contacts allows its users to 
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contact the right person, at the right time, at the right place, via the right communica-
tion channel. More information about Live Contacts can be found in [15].    
We implemented transformation T1’ with the Medini QVT tool [17], which con-
sists of a core engine that implements the QVT Relations standard defined by OMG 
[18], and a graphical debugger and editor to facilitate transformation development. 
Fig. 3 shows an overview of the Medini QVT transformation approach. Inputs to 
Medini QVT transformations are: (i) a source and a target metamodel defined in 
Ecore, which is the metamodel type used by the Eclipse Modeling Framework (EMF) 
[6], and (ii) a source model conforming to the source metamodel. The Medini QVT 
transformation produces as output a target model that conforms to the given target 
metamodel. 
 
 
Fig. 3. Overview of the Medini QVT transformation approach 
3.1   Source Model 
The service specification consists of two parts: a UML information model that repre-
sents status information handled by the modelled context-aware mobile application, and 
an A-MUSE DSL model that specifies the behavioural aspects of the application. The 
A-MUSE Domain Specific Language (DSL) [11] is a language developed and applied 
in the A-MUSE project [9] that allows us to model behavioural aspects in terms of cau-
sality relations between interactions without constraining the internal implementation of 
the application. Our approach is not restricted to any specific modelling language and in 
this work the A-MUSE DSL is only a vehicle to reach our purposes.  
Since we are developing context-aware mobile applications, our service specifica-
tion actually includes also a UML context model [4], which represents the relevant 
concepts used by context-aware mobile service components that manipulate context, 
i.e., context sources and coordinator component of Fig. 1. Transformation T1’ uses 
this model as the reference for context information. 
In our initial PIM we model the interactions between one user instance and the sys-
tem. This simplification implies that when we realize the service at the platform-
specific design level, we have to make sure that the resulting system is able to support 
different user instances that run simultaneously and consistently. Fig. 4 depicts this 
service specification perspective. 
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Fig. 5 presents a service specification example for the Live Contacts application. 
We refer to the application user as an item me of type FocusUser. An item is a global 
behaviour variable that can be accessed in the behaviour that defines the variable. A 
user may request to remove a buddy from the buddy list (removeReq) by giving as 
input to the application the name of this buddy. If the buddy is not in the list (!Is-
InList(removeReq.name, BuddyList): Boolean condition), the user request is rejected 
(removeRej), otherwise (IsInList(removeReq.name, BuddyList): Boolean condition) 
the request is accepted (removeAcc) and the buddy is removed from the buddy list of 
the user (me.getBuddyList().removeBuddy(me.getBuddyList().getBuddy 
(removeReq.name)) function).  
The user may also contact a buddy using some specific communication means 
(contactReq). In this case, the user must give as input to the application the buddy 
name and the preferred means to reach this buddy. Depending on the contact means 
selected by the user, the application opens the appropriate communication channel 
(SMS or e-mail) and retrieves the mobile number or the e-mail address of the buddy 
(getMobilePhoneNr() or getEmailAddress() functions). We do not provide a complete 
specification of the SMS and Email services, since this is out of the scope of this 
paper. We only assume that these services need an input (mobileNr and emailAddress, 
respectively).  
The user may also be notified by the application with an alert (proximityAlert) 
when a buddy, who is online in the application, is in the neighbourhood of the user 
(proximityEvent). The status information depicted in the behaviour of Fig. 5 is defined 
in the UML information model of the service specification.  
3.2   Target Model 
The service design refined model consists of a UML information model, and an A-
MUSE DSL model that describes the structured behaviour of the modelled applica-
tion, revealing the interactions among architecture components [4]. Fig. 6 shows these 
components in the architecture that has been applied in the A-MUSE project to realise  
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Fig. 5. Service specification: example (exported from the A-MUSE DSL editor) 
 
 
Fig. 6. A-MUSE architecture for context-aware mobile applications 
the Live Contacts application. However, this architecture is general enough and can 
be reused for other context-aware mobile applications by simply redefining some 
application-specific components, such as context sources and action providers. 
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Fig. 6 shows the perspective of a single user with a single buddy. The presentation 
component takes care of the interactions with the end-user. The user agent (UA, one 
per user) acts on behalf of the user with the presentation component to obtain user 
input and present user output, and provides the service coordinator with user input 
events. The service coordinator (C) takes care of orchestrating the other components, 
searching and updating a database (DB), which contains information about users (e.g., 
name, password, preferred contact means and list of buddies). We assume that there is 
one service coordinator and one database. The service coordinator also interacts with 
context sources and action providers.  
The context sources (CS) sense changes in the user context and provides the ser-
vice coordinator with context events. Fig. 6 shows the (GPS) location service that 
provides information about a user’s current location, the (MSN) presence service that 
provides indications whether users registered in the Live Contacts application are 
available online in the network, and the (Outlook) calendar service that provides cal-
endar information. In this example we assume that there is one (GPS) location ser-
vice, one (MSN) presence service and one (Outlook) calendar service for each user 
agent. These services are registered in the service trader.  
The action providers (AP) are responsible for performing actions triggered by the 
service coordinator. Actions represent application reactions to user input events and 
context events. Fig. 6 shows an SMS service, phone service, e-mail service and chat 
service, which enable a user to communicate with buddies through, respectively, 
sending messages, making a phone call, sending e-mails or chatting. We assume that 
there is one of these services for each user agent. These services are registered in the 
service trader (ST), which registers all the available context sources and action pro-
viders in order to allow the coordinator to discover and invoke them.  
Fig. 7 presents the service design refined model that reveals the architecture men-
tioned above and shows how we have refined the functionality described in the service 
specification, i.e., remove Req, contactReq and proximityEvent, in terms of sequences 
of actions. 
Each action in Fig. 7 is marked with a label and represents an interaction between 
two components and the direction of this interaction. In order to avoid clogging the 
figure, we have not included the status information handled by components. This 
information is the same as depicted in Fig. 5, but assigned to the proper corresponding 
refined actions. 
Fig. 7 shows that the user request to remove a buddy from his/her list arrives to the 
user agent (UA), which forwards this request to the coordinator (C). The coordinator 
checks the database (DB) to determine whether the buddy is included in the buddy list 
of the user (findRemReq and findRemRsp). If this is the case, the coordinator removes 
the buddy from the list (removeBuddy) and sends a positive response to the user agent 
(removeAcc), which presents the result to the user. If the buddy is not in the list, the 
coordinator sends a negative response to the user agent (removeRej), which presents 
the result to the user.  
The user request to contact a buddy with a specific means arrives to the user agent 
(contactReq). The user agent forwards this request to the coordinator, which retrieves 
the buddy to be contacted from the database (findContactReq and findContactRsp).  
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Fig. 7. Design refined model: example (exported from the A-MUSE DSL editor) 
The coordinator evaluates the parameters of the contact request. Depending on the 
means selected by the user, the right communication channel is selected (SMS or e-
mail). In both cases, the coordinator performs two activities concurrently, namely, 
retrieving from the database the number or address where to contact the buddy, and 
asking the service trader (ST) to discover the proper service to contact the buddy. 
Once both activities are concluded, the coordinator is able to invoke the proper action 
provider (AP) and provide it with the necessary input, which may be the mobile num-
ber or the email address of the buddy. 
In order to notify the user of the occurrence of a proximity event, the coordinator has 
to subscribe in the context sources (CS) a context expression related to that event (sub-
scribeProximity). When the value of this expression becomes true, the context source 
notifies the coordinator (proximityChange). While retrieving the buddy name from the 
database (findBuddyReq and findBuddyRsp), the coordinator requests to the context 
sources the current MSN status of the buddy (msnStatusReq and msnStatusRsp) in order 
to check if this value is online. If this is the case, the coordinator generates an alert to the 
user agent, which forwards the alert to the user (proximityAlert). 
3.3   Transformation Relations 
Most reported MDA model transformations are realised between models that conform 
to structurally similar but different metamodels, such as, for example, from UML class 
diagrams to Java code skeletons. In contrast, transformation T1’ is an architectural 
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transformation, which relates element structures of the source model to more complex 
element structures in the target model. In order to generate the target model of Fig. 7 
from the source model of Fig. 5, we have created a transformation called SStoSDRM 
between the domains SS (Service Specification) and SDRM (Service Design Refined 
Model). This transformation consists of five basic relations in the QVT Relations lan-
guage used by the Medini QVT tool. Fig. 8 shows these relations schematically. 
The first relation (BehaviourMapping in Fig. 8) creates a one to one mapping of an 
SS element Behaviour with name ServiceSpecification onto an SDRM element Be-
haviour with name ServiceDesignRefinedModel. The second relation (EntryItemIn-
stanceMapping in Fig. 8) creates a one to one mapping from SS to SDRM of: (i) an 
EnablingRelation element that relates an EntryPoint to an OrSplit (  ), (ii) an 
EnablingRelation element that relates an OrJoin to the EntryPoint of a behaviour 
instance (  ), and (iii) an item element with name me. The third relation (Re-
moveRequestMapping in Fig. 8) maps the removeReq functionality of the SS onto the  
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Fig. 8. Transformation relations 
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refinement of the same functionality in the SDRM. The fourth relation (ContactRe-
questMapping in Fig. 8) maps the contactReq functionality of the SS onto the refine-
ment of the same functionality in the SDRM. The last relation (ProximityMapping in 
Fig. 8) maps the proximity functionality of the SS onto the refinement of the same 
functionality in the SDRM. In this way the architectural refinement alternatives are 
documented and can be applied appropriately to the source model. 
4   Transformation from Design Refined Model to Component 
Model 
This section discusses the source and target models of transformation T1” of Fig. 2 
(from service design refined model to service design component model) with the Live 
Contacts application. 
4.1   Source Model 
The source model of this transformation consists of the target model of transformation 
T1’. In this model, we have been able to identify recurring sequences of interactions 
between components (interaction patterns). Particularly, we have identified two types 
of interaction patterns, namely basic and composite patterns. Basic interaction pat-
terns occur between two interacting components. An example of basic patterns in Fig. 
7 is findRemReq and findRemRsp, which we call search pattern, and involves interac-
tions between the coordinator (C) and the database (DB). Composite interaction pat-
terns occur between more than two components and consist of combinations of basic 
patterns. Examples of composite patterns in Fig. 7 are the refinement of the re-
moveReq functionality, which we call user request with acceptance or rejection pat-
tern, the refinement of the contactBuddy functionality, which we call user request 
with external service pattern, and the refinement of the proximityEvent functionality, 
which we call context event with alert pattern. From our experience with the Live 
Contacts application we have defined a library of basic and composite patterns [5] 
that cover the functionality of context-aware mobile applications that comply with the 
architecture of Fig. 6.  
4.2   Target Model 
Fig. 9 shows an example of a service design component model with limited function-
ality. This should be the target model of the transformation T1”. In this model, we 
have assigned the basic and composite interaction patterns identified in the service 
design refined model to concrete components that can realise these patterns. 
Fig. 9 depicts the assignment of the user request with acceptance or rejection 
composite pattern to components. Dashed lines indicate the assignment of basic pat-
terns to components. The three involved components are the user agent, the coordina-
tor and the database. Fig. 9 depicts the behaviour of these components considering 
their interactions. Fig. 9 uses ISDL (Interaction System Design Language) [12], 
which allows the specification of behavioural aspects of interacting components. 
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Simple Request basic pattern Search basic pattern 
Update basic pattern Rejection Response basic pattern 
User Request with Acceptance or Rejection composite pattern
 
Acceptance Response basic pattern 
 
Fig. 9. Service design component model: example (exported from Grizzle [10]) 
5   Related Work   
We briefly discuss here some related work that deals with MDA approaches in several 
application domains. In [16] the importance of behaviour modelling techniques for 
MDA is stressed. Given that MDA requires application behaviour to be explicitly 
represented at the PIM level and that there is no consensus on how to represent this 
behaviour, different categories of behaviour modelling methods are analysed. The 
state-machines paradigm is identified as the best basis for such representation. We 
agree that state machines are suitable to represent behavioural aspects of applications, 
but we think that they are more suitable for the specification of behaviours that are 
directly assigned to concrete components, and less suitable for the specification of 
highly abstract behaviours, as in the case of our service specification (initial PIM). 
Considerable effort has been spent on model transformations from PIMs to PSMs 
in several application domains. For example, in [13], a formal MDA approach for the 
development of mobile health system is discussed. A model-driven approach for the 
development of access control policies for distributed systems is presented in [8]. In 
[13] an MDA approach to implement personal Information Retrieval (IR) processes is 
proposed. Although these approaches are applied to different application domains, 
they all report on case studies in which little attention is given to the behaviour of  
the modelled application at the PIM level, and directly generate PSMs based on the 
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architecture that implements the application. The PIMs are defined by using UML, 
and PSMs are represented in programming languages, such as Java. Therefore, the 
PIM-to-PSM transformation is performed between models that have structurally simi-
lar but different metamodels. In contrast, we focus on application’s behaviour refine-
ments at the PIM level and we realise transformations between models that have the 
same metamodel, but our transformations embody architectural decisions and pre-
serve correctness and consistency. 
6   Conclusions and Future Work 
According to MDA principles, the A-MUSE design methodology divides the design 
of distributed applications in platform-independent and platform-specific design lev-
els. In this paper, we focused on the platform-independent design level of this meth-
odology, and we proposed an approach to model the application behaviour at this 
level through model refinements. While realising these refinements, we noticed that 
the gap between abstract specifications and concrete models of application compo-
nents is rather wide, so that it was advisable to add an intermediate level of behaviour 
modelling to the A-MUSE methodology. Therefore, we defined an approach that 
decomposes the platform-independent design level in three models and two model 
transformations. This paper focuses on the first of these model transformations.  
Towards the automation of the first model transformation, we investigated the us-
age of the Medini QVT tool, which allowed us to define transformation rules in the 
QVT Relation language defined by OMG. Although the results we have discussed in 
this paper are preliminary, we can already conclude that it is possible to realise auto-
mated behaviour model refinements in the context of MDA, and Medini QVT is an 
appropriate tool to support this goal. However, further work needs to be performed in 
order to achieve full automation of this transformation. The presented example trans-
formation considers only part of the functionality offered by the Live Contacts appli-
cation to its users, and it should be extended with transformation rules that consider 
the whole functionality. These extended transformation rules should also be tested 
and validated with new case studies in order to demonstrate that they can be reused 
with several context-aware mobile applications. Moreover, we still have to identify 
the most appropriate level of granularity to define our transformation rules. When 
realising transformation T1’, we have identified two types of interaction patterns, 
namely basic and composite patterns. Basic patterns involve interactions between two 
components and composite patterns involve interactions between more than two com-
ponents. We defined transformation rules for composite interaction patterns and we 
noticed that these patterns are not very flexible, since they are complex and have a 
fixed structure. Therefore, our transformation rules became large and complex. The 
library of composite patterns is small, so the benefit of using these patterns is that the 
number of transformation rules we needed to create was also small. In contrast, the 
library of basic patterns is large and it would require a large number of transformation 
rules. However, basic patterns give more flexibility in the design, since they are small, 
simple, and can be dynamically combined in different configurations of complex 
behaviours. Therefore, we learned that when considering the granularity of interaction 
patterns, the trade-off between the number, size, and complexity of transformation 
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rules on one hand, and the flexibility of design choices on the other hand have to be 
considered. The most appropriate level of granularity level for interaction patterns is 
subject to further investigation. 
The second model transformation has been realised manually by assigning interac-
tion patterns to components that realise these patterns. This assignment was quite 
straightforward, since we defined the interaction patterns as annotated actions that ex-
plicitly specify which components participate in the pattern. However, we noticed that 
some synchronization and concurrency issues of interacting components still had to be 
considered. For example, the coordinator component that orchestrates all the interac-
tions with other components in Fig. 7 has to schedule somehow the execution of the 
composite patterns that refine the removeReq, the contactReq, and the proximity abstract 
actions. The designer may decide to interleave these composite patterns, by executing 
all the patterns one at a time in a single thread of control. Alternatively, the designer 
may decide to execute these patterns in parallel threads of control. Independently of the 
option chosen, some formalism should be used to represent and analyse these choices. 
Moreover, the model in Fig. 7 represents only one user instance interacting with the 
application. In reality, the coordinator has to handle multiple user instances running at 
the same time. Therefore, further investigation is necessary on the formalisms that can 
be used to support these aspects. Process algebra and labelled (modal) transition systems 
seem to be suitable formalisms for these purposes. For example, an automated technique 
for synthesizing behavioural models from safety properties and scenario-based specifi-
cations by using Modal Transition Systems (MTSs) that can be directly derived from 
labelled transition systems is discussed in [19].  
Although in this paper we made some design decisions to illustrate the case study, 
our approach is not restricted to these decisions. For example, we used A-MUSE DSL 
and ISDL to define our behaviour models, since these are general-purpose languages 
that allow the modelling of application behavioural aspects in terms of causality rela-
tions between interactions without constraining the internal implementation of the 
modelled application. However, we consider A-MUSE DSL and ISDL as vehicles to 
define behaviour models that can be automatically transformed. Other languages and 
techniques, such as UML activity diagrams or Message Sequence Charts (MSC), may 
be used to define our models, as long as they allow us to represent behavioural as-
pects of the modelled applications exhaustively. Moreover, we tailored our approach 
to the design of a specific category of applications, i.e., context-aware mobile applica-
tions. However, the same approach for behaviour modelling of applications through 
model refinements, transformation rules and interaction patterns can be applied to 
other categories of distributed applications by simply adjusting the reference architec-
ture of Fig. 6. This adjusted reference architecture should reflect the architectural 
components and interactions between components that hold in the new target applica-
tion domain. Consistently, the interaction patterns should be identified in accordance 
with this new architecture.      
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