Abstract. Web Services are the basic building blocks of next generation Internet applications, based on dynamic service discovery and composition. Dedicated discovery services will store both syntactic and behavioral descriptions of available services and guarantee their compatibility with the requirements expressed by clients. In practice, however, interactions may still fail because the Web Service's implementation may be faulty. In fact, the client has no guarantee on the quality of the implementation associated to any service description. In this paper, we propose the idea of high-quality service discovery incorporating automatic testing for validating Web Services before allowing their registration. First, the discovery service automatically generates conformance test cases from the provided service description, then runs the test cases on the target Web Service, and only if the test is successfully passed, the service is registered. In this way, clients bind with Web Services providing a compatible signature, a suitable behavior, and a high-quality implementation.
Introduction
Internet and the WWW provide a huge amount of services accessible from every connected machine. Most of these services are designed for human users, and only a strict subset can be easily discovered by search engines. This scenario is in contradiction to that of a machine-readable Web that exploits dynamic and automatic composition of services [1] .
Web Services and the Service Oriented Architecture (SOA) represent a step toward the Internet as computational infrastructure [2, 3] . Web Services are software applications identified by URIs, whose interfaces and bindings are defined and discovered through XML documents. A Web Service supports direct interactions with other software agents using XML-based messages exchanged via Internet-based protocols [2] . The SOA provides the basic infrastructure for the discovery and dynamic binding of Web Services by defining the roles of provider, requestor and discovery service. A provider offering a service publishes its description at the discovery service. The requestor queries the discovery service in order to find a suitable service it can interact with to perform a certain task. The discovery service provides functions for storing, classifying, and browsing registered services [3] .
With this basic scenario, several problems remain open. First of all, service description and discovery is largely syntactic, reduced to the signatures of operations and simple classifications. Thus, there is no guarantee that the returned service operates in the way expected by the client. This problem can be overcome by augmenting the syntactic description by a behavioral specification of the service. Rather than logic or algebraic techniques we prefer graph transformation rules for this purpose because they blend well with UML, the standard software modeling language, thus keeping the additional effort manageable [5] .
Graph transformation rules have been proposed for modeling both the behavior of the provided service and the client's requirements [4] . The provider uploads (an XML representation of) these models together with the syntactic service description, while the requestor uses a requirements model to specify its query. Then, service discovery includes the matching of these models at the discovery service: If the provided model satisfies the requirements, binding is allowed; otherwise another Web Service must be selected.
This new scenario increases the reliability of the binding between the requestor and the provider. However, another problem still exists. Can the client trust the implementation of the service description? The provider may register a suitable model, but provide a faulty implementation; for instance because of insufficient testing. Moreover, service providers could maliciously provide "models better than services". Since a faulty interaction can affect a distributed computation, clients dynamically binding to faulty Web Services can encounter serious problems, e.g., a complex business transaction may lead to expensive recovery procedures. Therefore, requestors exploiting dynamic and automatic discovery and binding require high-quality Web Services. To reach this goal we foresee the introduction of High-Quality Service Discovery agencies, i.e., discovery services with added functionality for behavioral matching and automatic testing.
High-quality service discovery automatically tests a Web Service with respect to a provided model consisting of GT rules that specify the individual operations of the service. The registration of services is allowed only if testing is passed, otherwise a report is generated and sent to the service provider. The developer of the Web Service can use the report to refine either the rules of the models or the implementation, depending on the origin of the problem.
Clients that use a high-quality service discovery agency have the guarantee that any discovered Web Service has passed the testing phase, therefore it can rely on both the interface compatibility and the implementation of the service.
Registration Scenario
We focus on the scenario taking place during the registration of a new service. The discovery and binding phases have been discussed in [4] .
Let us assume the existence of a provider P and a discovery service U . P provides a Web Service ws that is described by means of both a syntactic interface description (e.g., a WSDL descriptor) and GT rules specifying the offered behavior. The registration phase includes the following steps (see Figure 1 ):
1. The provider P uploads both the WSDL document and the GT rules to the discovery service U . See Section 3 for details on the specification of Web Services by GT rules. 2. The discovery service U automatically generates a set of test specifications from the GT rules. Tests cover validation of both single operations and sequences. See Section 4 for details. 3. Concrete test cases are generated and remotely executed using a testing interface T provided by the Web Service ws. This resembles the normal interface, but includes additional functions facilitating the execution of the test cases. See Section 5 for details. 4. Results of test cases are judged based on the returned results and the conceptual state of the service after completing the operation. The latter is read through the testing interface which provides access to an abstraction of the internal data state. See Section 5 for details. 5. If all test cases have been passed, the discovery service U registers the new Web Service with both the WSDL document and the GT rules for matching against the requirements of requestors. Finally, the service provider replaces the testing interface by the ordinary one. If test cases have failed, the discovery service U generates a report that is sent to the provider P . 
Specification of Web Services by GT Rules
A Web Service provides a coherent set of operations based on a common data model, i.e., an XML schema. Together with the operation's signatures this makes up the WSDL description of the service. Extending this syntactic description, the behavioral specification of operations by means of GT rules is based on the data model of the service interface as well as a conceptual model of the internal state of the service. At the model level, the state is represented by an attributed graph, visualized as an UML object diagram [6] .
A GT rule refines the signature of the service, specifying how parameters and internal data are used and modified. Each service is associated to a set of production rules representing the different computations that can take place when the service is executed with different input values at different states. A production rule has a precondition and an effect. If the precondition is satisfied, the rule can be applied. The effect consists of objects and links that are deleted and added, and attribute values that are modified. A graph can satisfy the preconditions of multiple rules, in such case the choice is non-deterministic.
In this paper, we visualize graph transformations by the notation proposed in [7] , see Figure 3 for an example. The semantics of the adopted graphical notation is the following one: nodes and edges fully contained inside the triangle are part of the pre-condition: they must be present and are not deleted by the application; edges and nodes partially or fully present at the left-hand side of the triangle are part of the pre-condition, too, but they are deleted when the rule is applied; nodes and edges partially or fully present on the right-hand side of the triangle are created by the rule; and finally, edges and nodes partially or fully present below the triangle form a negative application condition: they must not be present in the given graph. Parameters are distinguished from objects in the state of the server by a gray background. Finally, at the bottom of the graphical notation, guard conditions and assignment are provided. The guard is a Boolean expression over attributes: a production rule can take place only if the guard is evaluated to true. The assignment is responsible for updating values of attributes. Graph transformations specify the behavior of a Web Service at the conceptual level. Therefore, the state of the service whose evolution is described does not coincide with the concrete data state, whose representation may involve Java objects and attributes or database tables, depending on the used implementation technology. Testing is performed on the implementation of the Web Service, hence it refers to the concrete data state. However, test cases are generated from the specification, thus they refer to the conceptual state. Figure 2 captures this situation where G is the concrete state of the service, and G represents the abstract state that corresponds to G [8] . G can be obtained from G by an abstraction function abs that extracts a high-level representation of the actual state. A production rule p can be applied to the abstract state to obtain a new abstract state H. In the same way, the corresponding service s can be executed on the concrete state G to obtain a new concrete state H .
Testing is used to demonstrate the conformance of the specification with the implementation. We define conformance in terms of the following conditions. 
We initially validate completeness and soundness by deriving test cases for single rules. Completeness is validated by generating test cases inside the input domain of the rules, while soundness is checked through test cases outside the rules' domain.
Unfortunately, testing single rules is not enough to ascertain the conformance of the specification with the implementation. The execution of sequences of operations can reveal additional implementation faults related to details that are not present in the conceptual state. We account for such cases by defining different types of dependencies among rules and deriving test cases where these dependencies are exercised.
Throughout the paper we consider the example of a Web Service providing simplified banking functions. Figure 3 shows production rules corresponding to the creation of a new account, the withdrawal of money, the charging of an account with a set of payments, the deposit of money, and the closing of the account.
Test Case Generation
We generate test cases for testing conformance of the implementation with individual rules by selecting "promising" inputs. Moreover, we generate test sequences stressing the interaction among rules.
Generation of Test Cases for Single Services.
A WSDL description defines the input parameters and domains for the operations of a service. Possible inputs are further constrained by the preconditions of the GT rules. This suggests the derivation of test cases using a domain-based strategy, known as partition testing [9] , which is an established technique successfully used in several contexts [10, 11] . The idea is to select test cases by dividing the input domain into (possibly overlapping) subsets and choosing one or more elements from each domain [10] .
Partition testing has been used neither in the context of Web Services nor with respect to GT rules. Hence, our approach reuses standard ideas of testing in a new context. This requires a notion of input domain which combines the concrete input parameters of operations with the conceptual state of the Web Service before it is applied.
Formally, the input domain of a service s is the set of all parameter-state pairs ID(s) = { par, st | par satisfies the WSDL description}. We identified the following fault-based guidelines [10] as strategy for designing the domains from each of which at least one test case should be chosen. The idea is that "small" partitions where several insidious faults can be present, and "larger" partitions where no assumptions about specific implementation threats can be performed are identified. Inside a partition all inputs have the same bias to be faulty. The discovery service administrator can exactly set the number of test cases that are sampled for each domain in a way to find the right balance between coverage and time consumed on testing. Experimental work aiming at finding the best number of test cases that should be selected from each domain is part of future work.
-The input domain of a rule p, given by the set of all parameter-state pairs par, st satisfying the pre-condition of the rule, defines a domain D(p).
-Parameter-state pairs par, st simultaneously enabling two different rules
because they require an internal decision (possibly non-deterministic) to decide which behavior must take place. This decision may be complex and its implementation incorrect. -Input parameters and objects in the conceptual states carry attributes that are constrained by types and attribute conditions. Faults are likely when dealing with values at the boundary of their domains [9] . Thus, we define separate domains for inputs where at least one attribute has a boundary value. Note that the same attribute can have multiple boundary values. -A production rule can also contain multi-objects which, upon application, are expanded to a set of objects whose cardinality depends on the current input. In order to validate this mechanism, we consider the inputs leading to expansions with zero, one, and multiple elements. -Inputs outside the specification should create a response to notifies the client, but without modifying the state of the server. Failures to check for incorrect inputs can lead to follow-up faults which are very difficult to detect. We therefore consider a domain for values that do not belong to the input of any rule, but are correctly typed with regard to the WSDL description of s,
Note that these domains are not disjoint, but can overlap. It happens because different problems with different probabilities to be faulty can apply to the same concrete input elements.
A test case specification is composed of three parts: the precondition, the test sequence, and the expected result. The precondition specifies constraints that are expected to hold for the state of the server when the test case is executed. It is derived from the left-hand sides of the rules that must be tested. Conditions on parameters are not considered as part of the precondition, but contained in the test sequence which specifies conditions on input parameters together with the order of service invocations. Conditions on parameters are extracted from the left-hand sides of rules, too. The expected result is obtained by executing the rule for the generated input values. Note that a parameter-state pair can trigger multiple rules associated to the same service. In this case, we accept as correct any result produced by any of the applicable rules.
If we apply the defined criteria to the service charge in Figure 3 , we obtain the following domains.
-The service is specified by three production rules; hence we have domains
) generated from their left-hand sides. -There is no non-determinism, i.e., the three domains are pair wise disjoint.
-Considering rule p 1 , there are three attributes that can be defined: payment, sum(pay.amount) 1 and account.value. Test cases are generated by fixing a boundary value for at least one of them and randomly generating the other two values. The same applies to rules p 2 and p 3 . -Each multi-object produces domains for zero, one, and many instances. Thus, three test cases are generated for each rule: one with an empty set of payments, one with a set containing one payment, and one with a set containing n payments. -Incorrect inputs are generated for each rule by choosing attribute values that violate the guard conditions. For instance, p 1 generates a test case with negative payments.
Currently we limit the generation of random values to linear constraints. Extensions to non-linear constraints have already been proposed in [11] .
Generation of Tests for Sequences of Operations. The execution of an operation can alter parts of the service's state that are used by other operations. GT rules specify state modifications at a conceptual level. By analyzing these rules we can thus understand dependencies and conflicts between operations without looking into their actual implementation.
Data flow analysis is frequently used to generate test cases. The idea is to exercise paths in the code that include combinations of variable definition and uses [12] . This problem has been extensively investigated and several coverage criteria have been defined [13] . In particular, a widely used coverage criterion is "all def-use pairs" [14] , which requires a test suite that executes all possible pairs of definition and uses for variables in the program under test.
Conceptually, each operation (rule) can add or remove nodes and edges to or from the conceptual state, and can change the values of attributes. The principles of data-flow testing can be reused to test the interaction among production rules if creation of nodes and edges is interpreted as "definition" and deletion as "use". We expect that sequences of operations that include the creation of a (conceptual) entity and its subsequent use are likely to expose (state-based) faults. The formalization of this intuition is given by the relations of conflicts and casual dependencies between rules. Figure 4 , they are parallel independent if the application of one does not disable the other. That means, one transformation does not delete anything necessary for the application of the other, does not add anything forbidden by the negative application condition of the other, and does not modify attribute values used in the guard condition of the other rule.
Given two transformations
Given a sequence of two transformations Figure 4 , they are sequentially independent if they can be exchanged. This means, as in the parallel case, that their occurrences do only overlap in such elements that are preserved by both transformations, and that application and guard conditions are not affected.
Thus, parallel and sequential independence are defined with respect to given graphs and occurrences, that is, using run-time concepts. To derive test cases 
The may-disable relation captures possible conflicts among rules and is used to test sequences of actions that should lead to an error when the last request is issued, but that can erroneously produce some side effects on the actual state. The may-cause relation captures possible structural and attribute dependencies among rules. The may-disable relation is used to test completeness of rules, while the may-cause relation is used to test the consistency of rules. Formal definitions for dependencies among rules can be found in [15] .
The criterion for generating test cases consists of covering the execution of all pairs of rules (p s , p t ), where p s may disable/cause p t . However, it may be impossible to immediately execute p t after p s . Therefore, a sequence p s , p 1 , . . . p n , p t must be generated, where p s may disable/cause p t and the overall effect of the sequence p 1 , . . . , p n does not entirely "invalidates" the may disable/cause relation.
The relation between two rules is based on a set of nodes that have been deleted or added, or on a set of attributes that have been modified: the entities of the relation. If further rules are executed between the execution of the two related rules (p s , p t ), the effect of the intermediate rules can overwrite the part of the state where p s and p t interact, i.e., the entities of the relation can be modified. In our case, if the effect of p 1 , . . . , p n modifies all entities of the relation, p 1 , . . . , p n entirely invalidates the relation. For the purpose of test case generation, it makes sense to cover the execution of only those pairs that effectively interact, i.e., the dependencies have not been overwritten and the conflicts have not been removed by other rules.
Also in this case, a test case specification is composed of three parts: the precondition, the test sequence, and the expected result. The precondition for a particular invocation sequence is obtained by anticipating the preconditions of all rules in the sequence [16] . The test sequence is given by the sequence of operations that must be executed and the conditions over the parameters that must be used for their invocation. Finally, the expected result is obtained by executing the rules over the concrete values. The concrete test cases are obtained by randomly generating concrete values that satisfy the constraints.
Potential conflicts and dependencies between rules are automatically computed by the AGG tool [17] . The additional relations deriving from attribute values can be obtained by simple data-flow analysis over constraints and assignments. If we apply this criterion to the running example and focus on rule p 1 of the service withdraw, we derive that the target service is dependent on rule p 1 of openAccount, on rule p 1 of charge, on rule p 1 of deposit, and on rule p 1 of service withdraw. Therefore, test cases for opening the account and withdrawing money, charging payments and withdrawing money, depositing and withdrawing money, and withdrawing money twice are generated. Moreover, rule p 1 of the withdrawing service is in conflict with itself and with rule p 1 of the closeAccount service. Thus, a test case that closes the account before withdrawing money and a test case that withdraws money twice leading the current deposit to a negative value are generated for testing soundness (attributes and parameters for the latter test case are obtained by randomly generating values that satisfy all rule constraints and the negation of the condition account.value≥v in p 1 ). In a similar way, we proceed for the other rules.
The Certified Level of Quality. Once a Web Service has passed the pre-registration testing phase, the client can rely on a high-quality implementation of the discovered services. In particular, the test cases generated for single services validate that all specified scenarios are implemented and that the implementation behaves according to the specification, at least for some inputs. Moreover, test cases validate that any internal decision taken by the Web Service satisfies the specification. Test cases for boundary values and multi-objects also certify that a range of values representing the normal operation of the service is defined and that collections are correctly managed in the cases of 0, 1 and multiple elements. Finally, test cases that violate guard conditions certify that guard conditions are implemented according to the specification and that a proper reaction mechanism is provided for incorrect inputs.
Test cases for sequences of operations validate that the state of the component evolves according to the specification at least for pairs of service invocation. Moreover, test cases check that the Web Service prevents reaching unsound states by multiple invocation of services.
Some interferences among operations, e.g., the definitions and uses of some state variables that cannot be deduced from the specification, cannot be automatically tested. However, clients of high-quality Web Services can rely on both the implementation of all specified behaviors and the existence of guard mechanisms for identifying incorrect inputs and effects.
Generation of Invocation Sequences
A test case has a precondition that consists of a set of constraints that must be satisfied by the actual state. Thus, the Web Service must be set to a state that satisfies the precondition of the test case. We assume that a Web Service facilitates this goal by providing a testing interface with three basic additional features:
-the possibility to setting the initial state of the service, possibly choosing from a set of alternatives representing different situations, -a set of creator/destructor operations that enable the modification of the state of the server (if necessary), -an implementation of the abstraction function.
A state that enables the execution of a given test case is reached by choosing an initial state from the set of states provided by the Web Service, and searching for a suitable sequence of requests that turns the chosen state into one satisfying the precondition of the test case. Dedicated creator/destructor operations are not required if the "normal" service interface already enables sufficiently free creation and deletion of objects on the server.
A similar problem arises in testing sequences of operations, where a transformation sequence must be generated enabling the execution of pairs of related rules. Both search problems are solved by building a search tree rooted at the selected initial state(s) and then incrementally considering the different rules. Each node is labeled with a path condition, i.e., the constraints that must be satisfied by the state variables to enable the sequence starting from the root and ending with the considered node. The path condition is derived by merging and simplifying both the guards and the assignments of single rules. When a state that satisfies the given properties is identified, the search stops, and the corresponding sequence is used in the test case. This is essentially the strategy employed by [18] , the first work on model-based testing with GT rules we are aware of. In that paper, the search tree is in fact the concurrent unfolding of a grammar.
The search problem is realistic because not all rules can be applied at all steps and the overall number of rules is generally small for Web Services. For instance, a meaningful subset of the Amazon Web Service has been specified with 11 GT rules (see Section 6) . Moreover, the service provider can further restrict the search space by uploading a specification of the Web Service interaction protocol [19] . Goal directed search strategies can heavily increase performance of the search by considering the structure of the current state, the modifications performed by the GT rules, and the structure of the final state in the search. However, a discussion over effective search strategies is out of the scope of this paper.
Tool support for execution, depth-first search, and bounded state space construction for GT rules is already in place. In particular, Progress allows specifications based on rules with attributes and various application conditions and implements search by means of backtracking [20] . Groove [21] can generate bounded fragments of the transition system described by a set of rules in which paths to states with particular properties can be detected. Since the tool does not support attributed graphs, it would have to be complemented with a theorem prover to collect and combine the guard conditions and assignments for the identified sequence.
Concrete test cases are obtained by randomly generating attribute values that satisfy the path condition of the test sequence. Once concrete values have been generated, the expected result can be obtained by executing the rules over the concrete values. When a test case is executed, the final state of the Web Service is retrieved using the abstraction function of the testing interface. If the retrieved final state corresponds to the final state generated by the rules, the test case has been passed. The conformance relation (see Section 3) requires that the result obtained by applying the rule on the conceptual state coincides with that obtained by the abstraction function on the concrete state reached after the execution of the test case.
The implementation of this function can be simplified by developing the system behind the Web Service with the Model-View-Controller (MVC) design pattern [22] . The design pattern isolates the state of the application (model) from the rest of the system, i.e., the control logic and the presentation layer. This strategy simplifies the access to the actual state and reduces the effort required to the developer for implementing the abstraction function.
Both the specification and the implementation of a service are furnished by the service provider who can, in principle, "cheat" by providing specifications and implementations that do not correspond with the final service, but that can easily pass the testing phase. However, specifications are used by clients for dynamically discovering services. Therefore, if the specification differs from the concrete service, the service cannot be successfully used by clients. In the same way, if the implementation is modified without repeating the testing phase, the registered specification will not match the provided service and interactions with clients will not be possible. Thus, the running version of the service, its specification and the tested implementation must be kept synchronized by the service provider.
Early Experience
We performed a number of small experiments in test case generation for real Web Services, initially considering two simple Web Services, the Weather -Temperature Web Service available at www.xmethods.com and the Kayak Paddle Guide available at www.terawave.ca/webservices/paddle.html. The former provides the current temperature in a given U.S. region. The latter computes the recommended length of a paddle, given the height of the person who will use it. Both Web Services provide one single simple operation. We derived the GT specification from the informal description available on Web. Then we generated test cases for single operations by sampling two values from each domain.
The Weather -Temperature Web Service has been covered with 4 test cases and passed the test. The Kayak Paddle Guide has been covered with 6 test cases and failed the test. The technique discovered a fault for values that are expected to represent incorrect heights for a person, e.g., 600cm. In this case, the Web Service returns the longest paddle instead of signaling the incorrect input.
The two Web Services are very simple examples, but their complexity is representative for a large set of Web Services currently available on the Web. However, we decided to move to an example closer to the current state of the art for the Web Service technology. Thus, we considered the Amazon Web Service at www.amazon.com/gp/aws/landing.html, which provides a full set of functionalities for browsing and purchasing all items available in the Amazon Web Shop. In our experiment, we considered a comprehensive subset of the provided operations and we derived the GT specification from the online documentation provided by Amazon. In case of failing test cases, we inspected the fault to understand whether the cause is either a fault or an error in the inferred specification. The operations selected for testing have included the search for DVDs based on the director's name and usual operations for cart management, i.e., item addition, item modification, item deletion, and clearing of the cart. We overcame the necessity of constructor methods for creating DVDs in the catalog by taking advantage of the knowledge of the content of the catalog. In a real scenario, the Web Service should have offered constructor methods for the creation of DVDs that could be then purchased.
The definition of the rules was straightforward, the five operations were specified by 11 GT rules. For testing of single rules, we sampled 2 values for each domain and we obtained 65 test cases. For testing of sequences, 14 dependent pairs and 3 conflicting pairs were identified. All pairs can be directly executed without requiring the generation of an intermediate sequence of operations. For test cases of both single rules and pairs, the initial sequence enabling the execution of the test case was always generated by the initial addition of a proper set of items in the cart. In a real scenario, the sequence would include also the invocation of constructor methods for the creation of DVDs.
Test case execution -which has been performed with a Java client -revealed an incompatibility between the rules and the Web Service. The incompatibility arose from a fault in the specification. In fact, in contrast with our rules, the operation for adding an item did not increase the quantity of items that were already in the cart, but overwrote the quantity instead, e.g., adding a DVD in the cart twice results on a single DVD in the cart. Thus, we modified the rule and generated the test cases again. This time the Web Service passed the test.
Our early experience with the testing of Web Services provided important insights: The technique is useful with respect to the complexity of current Web Services; the inspected Web Services do not require the generation of long initialization sequences, thus the search space that must be inspected is very limited; the number of generated test cases is suitable for a discovery service that automatically performs testing; both test cases for consistency, such as the repeated addition of items in the cart for the Amazon Web Service, and completeness, such as the incorrect input height for the Kayak Web Service, revealed to be useful.
Related Work and Conclusions
To our knowledge, there is only one approach to test case generation based on GT rules [18] . We advance research in this area by proposing two novel ideas: (1) the application of existing domain-based testing techniques to the case of graph transformations and (2) the execution of automatic testing for validating Web Services. The application of domain-based testing requires the management of the server state as part of the domain, when adapted to graph transformations. Moreover, data-flow testing needs to be reinterpreted in terms of dependencies and conflicts among rules. Finally, the idea of using agencies which automatically test Web Services before registering them is new.
In contrast with graph-based testing, behavioral descriptions based on UML sequence diagrams and state charts can be used to generate test cases [23, 24] . However, the generated test cases fail to capture the concrete complexity of the exchanged parameters that often are restricted to few simple types, see for instance [24] . Moreover, due to the lack of precise semantics, UML diagrams cannot precisely describe the evolution of the state of the service. Graph transformations instead are suitable to unambiguously correlate the concrete states of the objects involved in an interaction with the behavior of a service. This kind of description enables the automatic generation of test cases that cover complex parameter passing and behaviors that are activated only for given internal states.
The design of GT rules has been demonstrated to be convenient when combined with a development methodology based on UML [5] . Therefore, the additional effort on behalf of the service developer for providing high-quality services is limited to the implementation of the abstraction function and to the eventual definition of additional constructor methods. The result is the publication of the Web Service in discovery services that aim at the dynamic composition of high-quality systems.
