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V rámci  projektu Lissom je vyvíjen rekonfigurovatelný zpětný překladač,  jehož cílem je umožnit  
zpětný  překlad  programů,  určených  pro  libovolnou  platformu,  do  libovolného  vyššího 
programovacího jazyka. V době počátku řešení této práce nejsou jeho výsledky ideální, neboť v něm,  
mimo jiné, nejsou implementovány techniky využívající dodatečné informace o programu. 
V rámci  této práce je  popsáno zpětné  inženýrství  a  zpětný  překladač projektu  Lissom.  Jsou  zde 
navrženy techniky využití dodatečných informací ke zlepšení a optimalizaci jeho výsledků, konkrétně 
se jedná o analýzu datových sekcí a získávání ladicích informací z formátu PDB. Součástí práce je  
zkoumání struktury a obsahu formátu PDB. Implementace analýzy datových sekcí a použití ladicích 
informací je zde dále popsána a na závěr jsou zhodnoceny výsledky zpětného překladu při využití  
těchto technik.
Abstract
As a part of the Lissom project, a retargetable decompiler is being developed. Its main purpose is to  
decompile programs for any particular microprocessor architecture into any high-level programming 
language. At this thesis's beginning time, its results are not optimal because the decompiler doesn't  
utilize all program's additional information during decompilation that can improve the results. 
In this thesis, reverse engineering and Lissom decompiler is described. Techniques of using additional 
information to enhance decompilation results are proposed. These are data section content analysis  
and  debug  information  analysis  (specifically  the  debug  information  in  PDB  format  which  is 
proprietary format). Exploration of internal PDB structure and its content is a part of this thesis. The  
implementation of data section analysis and debug information utilizing is described and in the end,  
final decompilation results are discussed.
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1 Úvod
Překladače,  neboli  kompilátory,  provádějí  překlad  programů  z  jejich  reprezentace  ve  vyšším 
programovacím jazyce (tj. zdrojového kódu) do spustitelného (strojového) kódu. Jsou vyvíjeny téměř 
od  počátku  existence  výpočetních  systémů  a  dnes  dosahují  velmi  vysoké  úrovně.  Existuje  jich 
poměrně  velké  množství.  Zpětné  překladače,  neboli  dekompilátory,  provádějí  přesně  opačnou 
činnost, a to převod programu ze strojového kódu zpět do vyššího programovacího jazyka.  Tento 
proces se nazývá zpětný překlad, nebo též dekompilace (z angl. decompilation). Dekompilace je také 
důležitou disciplínou tzv. zpětného inženýrství.  
Ačkoli jsou dekompilátory vyvíjeny také poměrně dlouhou dobu, nedosahují takové úrovně 
jako překladače. Výsledky dekompilace často nejsou dokonalé a už vůbec ne shodné s původním 
zdrojovým kódem. Je to dáno především tím, že strojový kód, sloužící pro procesor, v sobě vůbec 
neobsahuje informace jako názvy proměnných, komentáře, definice datových typů atd. Tudíž je velmi 
obtížné tyto  informace  ze strojového kódu zpětně obnovit.  Proto je  v  současné době snaha stále  
vyvíjet  nové  a  dokonalejší  metody  a  techniky  dekompilace,  které  dokážou  získat  co  nejvíce 
informací, pomocí nichž lze vyprodukovat zdrojový kód co nejvíce podobný tomu původnímu.
Tato  práce  vzniká  jako  součást  výzkumného  projektu  Lissom  probíhajícího  na  Fakultě 
informačních  technologií  VUT  v  Brně.  V  rámci  projektu  Lissom je  vyvíjen  rekonfigurovatelný 
dekompilátor. Tento dekompilátor však v současné době neprodukuje dostatečně kvalitní výsledky, 
neboť v něm nejsou využity všechny dostupné metody a možnosti pro jejich zlepšení a optimalizaci. 
Cílem  této  bakalářské  práce  je  navrhnout  a  implementovat  takovéto  metody.  Jedná  se  o  
možnosti využití dodatečných informací k dekompilovanému programu, které v některých případech 
můžeme  mít  k  dispozici.  Konkrétně  budou  využity  ladicí  (neboli  debugovací)  informace  a  data 
obsažená v datových sekcích programů. 
Následující kapitola se zabývá zpětným inženýrstvím a dekompilátory obecně. Ve třetí kapitole 
je popsán dekompilátor projektu Lissom a jeho struktura. Jsou zde uvedeny jeho současné výstupy a 
motivace a možnosti  k jejich zlepšení. V kapitole 4 jsou popsány datové sekce programů a jejich 
obsah.  V  kapitole  5  jsou  pak  popsány  ladicí  informace.  Podrobněji  bude  rozebrán  formát  PDB 
(Program Database)  používaný v  produktech  firmy  Microsoft,  neboť  tato  práce  se  zaměřuje  na 
získávání informací konkrétně z tohoto formátu. V šesté kapitole bude navrženo, jak lze využít datové 
sekce  a  ladicí  informace  ke  zlepšení  výsledků  dekompilace  a  kapitola  7  se  zabývá  realizací  a  
implementací těchto návrhů. V poslední kapitole budou uvedeny konečné výsledky dekompilace a 
bude diskutováno, nakolik se kvalita dekompilace zlepšila.
Tato práce čerpá z diplomové  práce Ing.  Jakuba Křoustka [1],  která  se zabývá návrhem a 
implementací rekonfigurovatelného dekompilátoru projektu Lissom.
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2 Zpětné inženýrství
Zpětné inženýrství  (též reverzní  inženýrství, angl.  reverse  engineering)  je  proces,  jehož cílem je 
pochopit a získat znalosti ze zkoumaného objektu. V případě „normálního“ inženýrství se snažíme 
navrhnout, a dle návrhu vyrobit nějaký produkt, naopak v případě reverzního inženýrství produkt na 
počátku máme k dispozici a snažíme se zjistit jeho fungování, vnitřní strukturu, původní návrh nebo 
účel. Dle získaných informací je možné zkoumaný produkt i replikovat. V reverzním inženýrství jsou 
tedy do jisté míry využívány postupy opačné normálnímu inženýrství.
Zpětné  inženýrství  se  netýká  pouze oblasti  výpočetní  techniky a  informačních  technologií. 
Zahrnuje celou řadu lidských odvětví a rozvinulo se společně s průmyslovou revolucí, kdy docházelo 
k rozvoji techniky a množství nových vynálezů. V této době se rozmohly snahy pochopit fungování a 
strukturu věcí, které vyrobil někdo jiný. 
Studium reverzního inženýrství je inspirováno [2]. Více o zpětném inženýrství, se zaměřením 
na informační technologie, je možné nalézt například v [3].
2.1 Využití i zneužití zpětného inženýrství
Způsobů využití technik zpětného inženýrství je mnoho. Na základě získaných informací je možné  
zkoumaný  objekt  zpětně  vytvořit  nebo  jej  modifikovat,  taktéž  zjistit  jeho  vlastnosti,  případné 
nedostatky i kritické chyby, zjistit jeho nebezpečnost či škodlivost, ohodnotit jeho kvalitu. 
Mnohokrát  je  ale  také reverzní  inženýrství  zneužíváno.  Některé  případy použití  reverzního 
inženýrství mohou být i nelegální. Především se jedná o padělání či napodobování proprietárních a 
značkových  produktů.  Dalším  případem  je  prolamování  ochran  proti  kopírování  v  programech 
(„cracking“). Metody reverzního inženýrství jsou také zneužívány ve vojenství, kdy se jedna strana  
snaží napodobit technologie druhé strany, aby se jí vyrovnala anebo dokonce dosáhla převahy.
Právní hledisko zpětného inženýrství nebude dále v této práci rozebíráno. Souhrně je ale možné 
říci, že zpětné inženýrství jako takové nelegální není a je běžnou součástí vědy a výzkumu, kde jeho 
metody mohou výrazně pomoci. Nelegální se stává jen tehdy, když je zneužito v něčí prospěch.
2.2 Zpětné inženýrství v oblasti IT
Zpětné  inženýrství  se  značně  rozšířilo  v  oblasti  informačních  technologií,  a  to  s  rozšiřováním 
výpočetní  techniky  a  informačních  technologií  samotných.  Předmětem zkoumání  zde  nejsou  jen 
softwarové produkty a  programy,  ale též  hardware a integrované obvody.  Disciplínou reverzního 
inženýrství v oblasti IT je také například kryptoanalýza, jenž se zabývá prolamováním šifrovacích 
algoritmů a hesel. Pro tento projekt však bude klíčová analýza softwaru, tedy programů.
Důvodů pro zkoumání programů je mnoho, ať už se jedná o jejich testování při vývoji, snahu o 
obnovení ztraceného zdrojového kódu, snahu pochopit princip a fungování programů, verifikaci a 
zjišťování chyb v programu, hledání nebezpečného a útočného kódu, nebo také dnes velmi oblíbené 
hackování, modifikaci programů, kopírování programů, odstraňování ochran atd.
Velmi důležitým prostředkem reverzního inženýrství v oblasti software je dekompilace, tedy 
získání zdrojového kódu z programu samotného. Porozumět samotnému strojovému kódu by bylo pro 
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člověka zcela nemožné, proto je nutné mít k dispozici pro člověka čitelnou reprezentaci programu.  
Ovšem ani samotná dostupnost zdrojového kódu není výhrou, ten bývá předmětem dalšího zkoumání.
Tak jako v softwarovém inženýrství se nalézají postupy sloužící k vývoji softwaru, v reverzním 
inženýrstní existují podobné postupy, ale v opačném pořadí, k jeho zpětnému pochopení. Jednotlivé 
kroky softwarového a reverzního inženýrství jsou zobrazeny v obr. 2.1.
Mezi nejdůležitější  nástroje, sloužící k pochopení struktury a fungování programů a získání 
zdrojových kódů, patří debugger, disassembler, a dekompilátor. Ty budou dále popsány.
2.2.1 Debugger
V průběhu vývoje softwaru je nutné jej průběžně testovat a ladit,  tedy hledat a opravovat v něm 
chyby a zkoumat, zda dělá skutečně to co dělat má. Programy jsou příliš složité na to, aby  člověk  
pouze  pohledem  do  zdrojového  kódu  dokázal  nalézt  chybu.  Proto  při  odlaďování  a  testování  
programu se používá ladicí nástroj (angl. debugger). 
Debugger je program, který umožňuje programátorovi přímo vidět, co jeho aplikace vykonává.  
Dokáže zobrazovat (a také měnit) přímo za běhu hodnoty a stav proměnných,  registrů procesoru,  
zásobníku a případně dalších. Děje se tak pomocí dvou základních metod – krokování a  breakpointu  
(česky též zarážka). Krokování dává programátorovi možnost pohybovat se programem instrukci za 
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Obr. 2.1: Jednotlivé metody reverzního inženýrství (zdroj: [2])
instrukcí  a  vidět  přímo  tok programu a  aktuální  obsah  proměnných.  Breakpoint  je  funkce,  která 
zastaví na zvoleném místě běh programu.
Debuggery  bývají  často  zabudovány  ve  vývojových  prostředích  pro  vývoj  softwaru.  Jako 
příklad lze uvést Microsoft Visual Studio Debugger jenž je součástí každé verze vývojového prostředí  
Microsoft Visual Studio. Qt Creator (a některá další prostředí) naopak využívá propojení s nativním 
debuggerem v systému, typicky GDB v linuxových systémech [4].
Příklady  některých  známých  debuggerů:  GDB  a  jeho  grafická  nádstavba  DDD,  Turbo 
Debugger, WinDbg, CodeView, SoftICE, OllyDbg.
2.2.2 Disassembler
Disassembler je program, který dokáže převést strojový kód do jazyka symbolických instrukcí. Jeho 
činnost je tedy opačná vůči asembleru, který jazyk symbolických instrukcí překládá do strojového 
kódu. Disasemblery se používají  jako nástroj pro zpětný překlad programů, jeho výstup je lidsky 
čitelnější než samotný strojový kód, ale stále je hůře pochopitelný než kód ve vyšším programovacím 
jazyce.  Dá  se  tedy  říci,  že  disasembler  provádí  jen  část  z  procesu  dekompilace.  Disasemblery 
nacházejí využití jako součást debuggerů a dekompilátorů, které jazyk symbolických instrukcí dále 
převádějí do vyššího jazyka.
Existuje  mnoho  komerčních  i  volně  šiřitelných  disasemblerů.  Často  je  assembler  a 
disassembler  vyvíjen  společně  (příklad:  asembler  NASM  a  disasembler  NDISASM),  nebo  je 
automaticky vygenerován z popisu architektury a instrukční sady procesoru.
Příklady  některých  známých  disasemblerů:  IDA  Pro,  BDASM,  BORG,  Lida,  XDASM, 
Bastard, obj2asm, WDASM.
2.2.3 Dekompilátor
Dekompilace je programová transformace, která má za cíl obnovit zdrojový kód, napsaný ve vyšším 
programovacím  jazyku,  ze  zkompilovaného  binárního  souboru,  který  je  většinou  reprezentován 
strojovým či virtuálním kódem.  Velkou výhodou dekompilátorů je,  že poskytnutý kód ve vyšším 
programovacím jazyce je pro člověka mnohem čitelnější než jazyk symbolických instrukcí. Daní za 
tuto výhodu je několikanásobně větší složitost a tedy i menší dostupnost dekompilátorů.
Pro  účel  této  práce  bude  vhodné  vysvětlit  pojem  „běžného“  a  rekonfigurovatelného 
dekompilátoru a jejich rozdíl. Běžný dekompilátor je od začátku navrhován pro dekompilaci jednoho 
konkrétního typu strojového kódu, daného instrukční sadou a architekturou procesoru. Jeho hlavní 
nevýhodou je to, že ačkoli je věnováno značné úsilí do jeho vývoje a návrhu dekompilačních metod,  
znovupoužitelnost  je  téměř  nulová  z  důvodu,  že  jej  nelze  použít  (ani  případně  modifikovat)  pro 
dekompilaci strojového kódu s jinou instrukční sadou. Metody analýzy konkrétní instrukční sady jsou 
v nich natvrdo zakódovány (angl. hardcoded).  
Tento  značný  nedostatek  se  snaží  řešit  myšlenka  obecných  (tzv.  rekonfigurovatelných) 
dekompilátorů, které jsou navrhovány tak, aby je bylo možné použít pro jakoukoli instrukční sadu a 
architekturu  procesoru.  Druhým cílem je  možnost  dekompilovat  do  libovolného  vyššího  jazyka.  
Řešením může být rozdělení dekompilátoru do modulů, kde každý modul implementuje jednu fázi 
dekompilace a při změně instrukční sady nebo výstupního jazyka stačí příslušný modul vyměnit. Ještě 
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lepším řešením je rekonfigurovatelný dekompilátor, jehož vstupem je kromě souboru se strojovým 
kódem zároveň popis cílové platformy (specifikace architektury procesoru a sémantiky instrukční  
sady,  operačního systému, volacích konvencí atd). Architektura procesoru a sémantika instrukcí je 
popsána v tzv. jazyce pro popis architektur (ADL – Architecture Description Languages [5]). Jazyky 
ADL slouží především k návrhu procesorů. Těmto jazykům se taktéž věnuje kapitola 3.1 v [1].
Funkční  a  použitelné  obecné  dekompilátory  v  současné  době  téměř  neexistují.  Jedním 
z nedokončených pokusů o vytvoření obecného dekompilátoru je  The PILER system. Další obecný 
dekompilátor  je  vyvíjen  v  rámci  projektu  Lissom.  Tomuto  dekompilátoru  se  bude  věnovat  celá 
následující kapitola.
Příklady některých dekompilátorů: DCC, Boomerang, RECdecompiler, Hex-RaysDecompiler.
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3 Dekompilátor projektu Lissom
Lissom  je  projekt  probíhající  na  Fakultě  informačních  technologií  VUT  v  Brně.  Náplní  tohoto 
projektu  je  vývoj  procesorů  s  aplikačně  specifickými  instrukčními  sadami  (ASIP  –  application-
specific cinstruction set processors) a programování aplikací pro ně. V rámci projektu byl vytvořen 
ADL [5] jazyk ISAC. Na základě popisu procesorů v tomto jazyce je pro ně pomocí vyvíjených  
nástrojů automaticky vygenerován asembler, disasembler, simulátor, případně také překladač jazyka 
C. Více o projektu Lissom v [6].
Důležitou  částí  tohoto  projektu,  významnou  z  hlediska  této  práce,  je  vývoj  obecného 
dekompilátoru. Účelem dekompilátoru je získat zdrojový kód ve vyšším programovacím jazyce ze 
spustitelného souboru v jakémkoli  formátu (ELF, PE...)  a  s jakoukoli instrukční  sadou, popsanou 
jazykem ISAC.  Dekompilátor  je  zaměřen  na  dekompilaci  softwaru  pro  mobilní  zařízení  (chytré 
telefony, tablety, kapesní konzole), tedy například na architektury MIPS, ARM a jiné. 
Během několika posledních let se mobilní zařízení značně rozšířila a používá je stále více lidí. 
Zároveň jsou tato zařízení využívána k uchovávání citlivých a osobních informací. Tato skutečnost  
vede  k  tomu,  že  se  čím dál  více  rozšiřuje  škodlivý  software  (např.  malware)  zaměřený  na  tyto  
platformy. Ačkoli pro oblast osobních počítačů bylo vyvinuto mnoho prostředků a technik pro detekci 
a zneškodnění škodlivého softwaru, u mobilních zařízení tomu tak není. Existuje mnoho různých typů  
mobilních  zařízení  s  různými  procesory  a  instrukčními  sadami,  ale  stále  neexistují  obecné, 
platformově nezávislé prostředky pro analýzu malwaru cíleného na tato zařízení. 
Takovýmto prostředkem se má stát dekompilátor projektu Lissom. Jeho využitím však nebude 
pouze  analýza  škodlivého  kódu,  ale  též  testování  překladačů  a  optimalizace  kódu,  rekonstrukce 
zdrojového kódu a migrace kódu na jinou platformu.
Dekompilátor se skládá z více částí. Na obrázku  3.1 je zobrazena jeho struktura a vstupy a 
výstupy. Informace o dekompilátoru projektu Lissom vycházejí z dokumentu [7].  
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Obr. 3.1: Struktura dekompilátoru projektu Lissom a jeho vstupy a výstupy [7]
Vstupem dekopmilátoru je binární spustitelný soubor v jakémkoli formátu (ELF, PE...). Ten je 
před dekompilací převeden do jednotného formátu LOFF (popsán dále). Samotný dekompilátor se 
skládá ze 3 hlavních částí:  přední části  (front-end), optimalizační části  (middle-end) a zadní části 
(back-end). V každé z těchto částí probíhá určitá fáze zpětného překladu a kód programu je mezi nimi  
předáván ve vnitřní  reprezentaci  LLVM IR. Vstupem přední  části  je  navíc popis instrukční  sady 
procesoru  v  jazyce  ISAC.  Výstupem  zadní  části  je  pak  výsledný  zdrojový  kód  ve  vyšším 
programovacím  jazyce.  V  současnosti  je  cílovým  jazykem  jakyk  podobný  jazyku  Python.  
V budoucnu bude také implementována dekompilace do jazyka C. 
LLVM IR a  jazyk  ISAC budou popsány v podkapitole  3.2.  Části  dekompilátoru a  průběh 
dekompilace pak v 3.3. V podkapitole 3.4 budou uvedeny experimentální výsledky dekompilace a 
budou zde diskutovány jejich nedostatky.
3.1 Formát LOFF
Spustitelné soubory,  objektové soubory,  nebo programové knihovny neobsahují holý strojový kód 
programu,  ale  jsou  strukturovány.  Spustitelné soubory se  skládají  z  hlavičky a  několika  různých 
sekcí.  Každá  sekce  je  charakterizovaná  svým jménem,  které  též  udává  její  význam a  obsah,  a  
příznaky, jako jsou povolení čtení, zápisu nebo provádění kódu. Sekce se dělí na kódové, datové a  
ostatní. Kódové sekce obsahují strojový kód programu, vykonáváný procesorem. Datové sekce pak 
obsahují globální proměnné a konstantní data programu. Ostatní sekce mohou obsahovat dodatečné 
informace. Jedná se například ladicí informace. U programů určených pro distribuci mohou být tyto 
sekce odstraněny.
Objektové soubory (určené ke spojení do výsledného spustitelného souboru linkerem) navíc 
obsahují relokační informace, informace o řádcích a tabulky symbolů. Relokační informace slouží 
k nahrazení symbolických referencí na proměnné nebo funkce ve strojovém kódu za skutečné adresy.  
Tento proces vykonává linker. Tabulka symbolů pak obsahuje seznam lokálních, importovaných a 
exportovaných proměnných a funkcí.
Nejznámější  formáty  spustitelných  a  objektových  souborů  jsou  PE  (Portable  Executable) 
využívaný v systémech Microsoftu, ELF (Executable and Linkable Format), používaný v unixových 
systémech, případně také COFF (Common Object File Format). Existují i další, proprietární formáty, 
jako Symbian E32Image, Apple Mach-O, Android DEX. 
Vzhledem k tomu, že těchto formátů je mnoho a každý z nich má jinou strukturu, je nutné 
navrhnout jednotný formát, do kterého budou všechny výše zmíněné formáty zkonvertovány.  Ten 
bude vstupním formátem dekompilátoru.
V rámci  projektu Lissom byl  navržen formát  spustitelných a objektových souborů LOFF 
(Lissom object file format). Splňuje tyto vlastnosti:
• Nezávislost na šířce slova instrukce
• Nezávislost na způsobu uložení čísel (little/big endian)
• Nezávislost na charakteru instrukční sady
• Nezávislost na způsobu uložení a druhu paměti a přístupu do ní
• Jednotná forma pro relativní i pevný (proveditelný) kód
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Formát LOFF je ryze textový a veškerá fyzická data ze sekcí jsou uložena ve dvojkové soustavě  
(ASCII znaky 0 a 1), každé slovo na jednom řádku. Je tedy snadno čitelný pomocí textového editoru. 
Formát je koncipován jako volný a snadno rozšiřitelný.
Každý soubor LOFF se skládá z hlavičky, obsahující základní informace jako počet bitů a bajtů 
ve slově,  endianitu,  počet  sekcí  a počet  tabulek symbolů.  Za hlavičkou následují  hlavičky sekcí. 
Každá  hlavička  sekce  obsahuje  jméno  sekce,  adresu  v  paměti,  flagy,  velikost  sekce  v  bajtech  a  
absolutní adresu v rámci souboru. Fyzická data sekcí jsou pak uložena za hlavičkami sekcí. Následují  
relokační údaje, informace o řádcích a tabulky symbolů – ty mohou v případě některých spustitelných 
souborů zcela chybět. Podrobnější informace o formátu LOFF jsou k nalezení v [8] a [9]. 
Zde je uveden krátký příklad obsahu LOFF souboru.
AgT62kG9y7 //magic string 
32 // word bit-size
4 // bytes per word




1 // is entry point set?
143654976 // byte address of entry point
26 // section count
5
.text // *** section header *** - name
0 // is address absolute?
143654976 // section address
1
T // section flags
58120 // section data size in bytes







Příklad 3.1: Obsah LOFF souboru
3.2 Použité prostředky
3.2.1 Systém LLVM a LLVM IR
Dekompilátor  projektu Lissom využívá funkcí  překladového systému LLVM. Jedná se o projekt, 
poskytující funkce a technologie ke generování a optimalizaci kódu. Více informací v [10].
Vnitřní kód dekompilátoru je reprezentován v LLVM IR (LLVM intermediate representation). 
Jedná  se  o  nízkoúrovňový  kód  sestávající  se  z  jednoduchých  tříadresných  instrukcí.  Hlavními 
vlastnostmi LLVM IR jsou především:
• Instrukční sada LLVM IR je typu RISC a je univerzální a zcela nezávislá na instrukční sadě 
konkrétního procesoru. Tvoří ji instrukce běžné pro naprostou většinu existujících procesorů 
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(aritmetické, logické, řídicí, práce s pamětí) a je tedy možné instrukce konkrétního procesoru 
namapovat na jednu nebo více instrukcí LLVM IR.
• Pro jakékoli přiřazení hodnoty je použita speciální pomocná proměnná, do niž je přiřazena 
hodnota  maximálně  jednou (SSA –  Static  Single  Assignment).  Takovýto kód se  snadněji 
optimalizuje. 
• Je použit typový systém nezávislý na konkrétním programovacím jazyce. Základní typy jsou 
integer (s uvedeným počtem bitů – příklad: i32) a čísla v plovoucí řádové čárce.
LLVM IR může být uložen ve třech formách: textové, binární, nebo v binární formě v paměti. Mezi 
jednotlivými částmi dekompilátoru je LLVM IR předáván v souborech v textové formě. 
Zde je uveden zkrácený příklad textové reprezentace kódu LLVM IR:
define i32 @factorial ( i32 %n ) {
entry:
  %0 = icmpeq i32 %n, 0
  br i1 %0, label %bb2, label %bb1
bb1:
  %1 = add i32 %n, -1
  %2 = icmpeq i32 %1, 0
  br i1 %2, label %factorial.exit, label %bb1.i
bb1.i:
  %3 = add i32 %n, -2
  %4 = call i32 @factorial (i32 % 3)
  %5 = mul i32 %4, %1
  br label %factorial.exit
...
Příklad 3.2: Ukázka kódu LLVM IR [7]
3.2.2 Jazyk ISAC a extrakce sémantiky
ISAC je jazyk pro popis architektury procesorů, vyvíjený v rámci projektu Lissom. Vychází z jakyka 
LISA. Více informací v [11]. Model procesoru se skládá z popisu jeho zdrojů (registrů, paměti) a  
popisu instrukcí (kódování a chování instrukce). Pro dekompilátor je důležitá část popisu instrukcí.  
Popis jedné instrukce v jazyce ISAC je uveden v příkladu:
RESOURCES { //HW zdroje
  PC REGISTER bit[32] pc;   //programovy citac
  REGISTER bit[32]regs[16]; //soubor registru
  RAM bit[32] memory{SIZE(0x10000); FLAGS(R, W, X); };
}
OPERATION reg REPRESENTS regs
  { /* textovy a binarni popis registru */ }
OPERATION op_add { //popis instrukce
  INSTANCE reg ALIAS{rd, rs, rt};
  ASSEMBLER { "ADD" rd "=" rs "," rt };
  CODING { 0b0001 rd rs rt };
  //semantika instrukce
  BEHAVIOR {regs[rd] = regs[rs] + regs[rt]; };
}
Příklad 3.3: Popis zdrojů a  instrukce v jazyce ISAC [7]
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Sekce ASSEMBLER a CODING popisují kódování instrukce v jazyce symbolických instrukcí 
a binární formě. Sekce BEHAVIOR pak popisuje sémantiku instrukce formou příkazů v jazyce C.
Pro  dekompilátor  je  důležitá  sekce  CODING  a  BEHAVIOR.  Z  kódu  v  jazyce  C  v  sekci 
BEHAVIOR je vygenerována sekvence instrukcí LLVM IR popisující chování (sémantiku) instrukce, 
pomocí nástroje  semantics extractor, který je také vyvíjen v projektu Lissom. Definice kódování a 
sémantiky instrukcí jsou pak uloženy do souboru, který je načítán v přední části  dekompilátoru a  
slouží pro generátor LLVM IR kódu.
3.2.3 Signatury staticky linkovaného kódu
Programy  jsou  obvykle  kompilovány  společně  se  standardními  knihovnami,  obsahující 
základní funkce pro vstup/výstup, práci s řetězci, matematické funkce a další. Příkladem může být  
známá funkce printf(). 
Staticky  zkompilovaný  program  v  sobě  fyzicky  obsahuje  kód  knihoven.  Obvykle  ale 
nechceme, aby byl  dekompilován, bylo by to časově náročné a zbytečně by se tím komplikovala 
analýza výsledného kódu. Místo toho je třeba do výsledného kódu uvést jen deklarace knihovních 
funkcí.  Toto  zajišťuje  analýza  staticky  linkovaného  kódu,  která  staticky  linkovaný  kód  detekuje 
pomocí jeho signatur. Ty jsou získávány ze statických knihoven, použitých při linkování programů.
3.3 Struktura dekompilátoru
Struktura dekompilátoru projektu Lissom již byla nastíněna na začátku kapitoly 3 a zobrazena na  
obrázku 3.1. Zde budou jeho jednotlivé části detailněji popsány.
3.3.1 Přední část dekompilátoru
Je to část, do které vstupuje program určený k dekompilaci. Její hlavní úlohou je převod strojového 
kódu programu do vnitřní  reprezentace  LLVM IR.  Do této části  také vstupuje  soubor  s  definicí 
sémantiky instrukcí procesoru a soubory obsahující signatury staticky linkovaného kódu. Výstupem 
je pak soubor s LLVM IR v textové reprezentaci.
Ještě  před  vstupem  do  přední  části  dekompilátoru  musí  být  spustitelný  soubor  převeden 
z formátu  ELF,  PE,  případně  jiného,  do  jednotného  formátu  LOFF.  Převod  do  LOFF  provádí 
univerzální konvertor, též vyvíjen v projektu Lissom (podrobnosti v [8]). V současné době je možné 
načítat formáty ELF, PE, Mach-O, E32Image a DEX.
Jádrem přední části je dekodér, provádějící převod instrukcí procesoru do instrukcí LLVM IR. 
Jeho funkce je velice podobná disassembleru s tím rozdílem, že výstupem nejsou instrukce procesoru 
v jazyce symbolických instrukcí,  ale sekvence instrukcí  LLVM IR. Z každé instrukce strojového 
kódu je vytvořen základní blok instrukcí LLVM IR.
Dalšími důležitými činnostmi přední části je analýza toku řízení (např. detekce volání funkcí) a 
detekce staticky linkovaného kódu, který není nutné dekompilovat.
Součástí  přední  části  může  být  také  analýza  dodatečných  informací.  Například  analýza 
datových sekcí a ladicích informací. Právě těmto činnostem se věnuje tato bakalářská práce. Získané 
dodatečné informace budou zapsány jako metadata v kódu LLVM IR.
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3.3.2 Optimalizační část dekompilátoru
Je  to  prostřední  část  dekompilátoru  a  její  hlavní  úlohou  je  optimalizace  vnitřního  kódu 
vyprodukovaného přední částí a jeho příprava pro vygenerování výsledného kódu ve vyšším jazyce. 
Optimalizační část využívá některé optimalizační funkce a prostředky systému LLVM.
Výstupem přední části je kód na velmi nízké úrovni. V tomto kódu se nachází velké množství 
zbytečných  instrukcí  a  není  nijak  strukturovaný,  neboť  každá  strojová  instrukce  byla  převedena 
osamoceně na jeden základní blok. Optimalizační část tento kód vylepšuje. Mnohé optimalizace jsou 
velmi podobné těm, které provádějí překladače. Jedná se například o:
• Eliminaci zbytečného nebo mrtvého kódu
• Optimalizace „kopírování proměnných“
• Vyhledání „idiomů“ (častých programových konstrukcí)
V této části probíhá také analýza toku řízení, tj. vyhledání obvyklých řídících konstrukci jako 
podmíněný příkaz (if – else), cykly (for, while) nebo vícenásobné větvení (switch – case).
Podmínkou všech optimalizačních metod je ekvivalence původního a optimalizovaného kódu. 
Při optimalizaci tedy nesmí dojít ke ztrátě informace.
Optimalizační část také využívá dodatečné informace. Ty mohou zlepšit výsledek optimalizace, 
nebo dodat optimalizátoru údaje o vstupních bodech funkcí, popis volacích konvencí a další.
3.3.3 Zadní část dekompilátoru
Je  to  koncová  část  dekompilátoru  a  jeho  hlavní  úlohou  je  vygenerování  kódu  ve  vyšším 
programovacím jazyce z optimalizovaného vnitřního kódu.
V současné době je výstupem jazyk podobný jazyku Python. Jedná se o netypovaný, blokově 
strukturovaný jazyk. Místo závorek se pro oddělení bloků používá odsazení bílými znaky. Konstrukce 
neexistující v jazyce Python, například příkazy goto nebo switch, jsou nahrazeny konstrukcemi 
jazyka C. Hlavním zaměřením tohoto jazyka je čitelnost kódu pro analýzu člověkem. Je také v plánu 
implementovat také překlad do jazyka C nebo jiných jazyků.
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3.4 Experimentální výsledky dekompilace
Obsah této kapitoly je klasifikován jako utajený, viz licenční ujednání.
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4 Datové sekce programů
Spustitelné  soubory,  jak  již  bylo  uvedeno  v  kapitole  3.1,  jsou  rozděleny  do  sekcí  kódových  a 
datových. Kódové sekce obsahují strojový kód programu který je vykonáván procesorem. Tento kód 
vznikne překladem zdrojového kódu. Datové sekce pak obsahují globální proměnné a konstantní data 
programu. Tato data jsou rovněž součástí zdrojového kódu programu, nejčastěji ve formě řetězcových 
nebo jiných literálů.
Předmětem analýzy dekompilátoru projektu Lissom je však zatím pouze strojový kód. Datové 
sekce při dekompilaci použity nejsou. Tím je pak výsledný zdrojový kód ochuzen o veškerá data a 
literály z datových sekcí, což je nepřijatelné. Je tedy potřeba navrhnout a implementovat techniky,  
kterými je možné obsah datových sekcí analyzovat a data z nich umístit do výsledného kódu. Ty jsou 
popsány v kapitole 6.1.
4.1 Obsah datových sekcí
Datové sekce se dále dělí na:
• Sekce s inicializovanými globálními daty. Typicky jsou tato data definována jako globální 
proměnné, v jazyce C například zápisem „static int i = 5“. Tato sekce se většinou 
nazývá .data a má nastaveny příznaky čtení i zápisu.
• Sekce  s  konstantními  daty.  Jedná  se  buď  o  konstantní  globální  proměnné,  v  jazyce  C 
zapsané  s  modifikátorem  const (Příklad:  „const int i = 5“),  anebo  typicky  o 
řetězcové  literály.  V případě  zápisu  „char *mystring = "Hello"“  je  proměnná 
mystring ukazatel, ukazující do sekce s konstantími daty, kde se řetězec fyzicky nachází.
Tato sekce se nazývá .rodata (Read-Only Data) u formátu ELF. U jiných formátů mohou 
být konstantní data rovněž uložena ve zvláštních sekcích pouze pro čtení.
• Sekce s neinicializovanými globálními daty. Tato data mají formu staticky alokované paměti 
a  při  spuštení  programu  jsou  vynulována.  V  jazyce  C  je  můžeme  definovat  zápisem 
„static int my_array[10]“, bez přiřazení implicitní hodnoty.
Sekce s těmito daty se obvykle nazývá .bss a ve spustitelných souborech fyzicky uložená 
není, jen je definovaná její velikost v paměti.
Co se týče dat v datových sekcích jako takových, mohou to být skutečně jakákoli data jakýchkoli  
typů,  ať už strukturovaná nebo nestrukturovaná. Překladač veškerá data a literály uloží do datavé 
sekce sekvenčně za sebou a instrukce kódu se pak na ně odkazují. Při pohledu na tato data pak není 
možné určit umístění konkrétních proměnných a význam dat. Předmětem metod analýzy datových 
sekcí proto bude především tato data zpětně rozpoznat.
Mezi základní jednoduché datové typy patří především textový řetězec. Řetězec jazyka C je 
tvořen posloupností znaků zakončenou nulovým znakem. Existují také řetězce jiných typů (Pascal) 
nebo řetězce s širokými znaky (wchar). Z hlediska analýzy (i běžného pohledu člověka) jsou řetězce 
nejsnadněji rozpoznatelný typ dat. Dalšími jednoduchými typy jsou pak čísla v plovoucí řádové čárce 
(float, double) a čísla v pevné řádové čárce (int, long, short...). Složité typy jsou pole a struktury.
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5 Ladicí (debug) informace
O debuggerech již byla zmínka v rámci kapitoly 2 o zpětném inženýrství. Informace o debuggerech a 
ladicích informacích dále vycházejí z [13].
Debugger je důležitý nástroj především pro vývoj softwaru, neboť pomáhá vývojářům odhalit 
chyby v jejich programech. Dokáže vývojáři zobrazit, ve které části  zdrojového kódu se program 
nachází,  zastavit  vykonávání  programu na zadaném místě,  a  dokáže zobrazit  nebo i  modifikovat 
aktuální hodnoty proměnných. 
Ve většině případů probíhá ladění v rámci vývoje softwaru ve vývojovém prostředí. Debugger 
bývá zabudován přímo v tomto  vývojovém prostředí.  To obsahuje  také editor  kódu a  překladač. 
Debugger je s editorem kódu propojen, například v něm zvýrazňuje právě vykonávaný kód, nebo 
z něj  získává  umístění  breakpointů,  zadaných  uživatelem.  Pro  uživatele  je  tedy  proces  ladění 
abstrahován a mnohdy tak nemá tušení, co vše se za laděním skrývá. Přibližme si tedy, jak debugger  
pracuje a co vše má k dispozici.
Debugger je samostatný proces, spuštěný společně s laděným programem. Je na tento program 
napojený a řídí  jeho vykonávání.  Většinou ke své práci  využívá  prostředků operačního systému. 
Debugger má k dispozici dvě věci: laděný program, tedy jeho strojový kód, a zdrojový kód programu. 
Mezi strojovým kódem a zdrojovým kódem však musí existovat jistá vazba. Strojový kód je zcela 
oproštěn od jakýchkoli informací jako názvy proměnných a funkcí nebo čísla řádků v kódu, proto  
debugger sám o sobě není schopen tyto informace zjistit a dále poskytovat uživateli.
Zmíněnou vazbou jsou ladicí informace, dodatečné informace umístěné v programu, mapující 
adresy instrukcí na řádky kódu a adresy paměti na názvy proměnných, a poskytující další důležité  
informace potřebné k ladění, například definice datových typů.
Ladicí  informace  jsou  generovány  překladačem  v  průběhu  překladu  programu.  V  rámci 
lexikální,  syntaktické  a  sémantické  analýzy  si  překladač  zaznamenává  dodatečné  informace  ze 
zdrojového kódu. V průběhu generování vnitřního kódu, optimalizace a generování strojového kódu 
tyto  informace  na  strojový  kód  mapuje.  Nakonec  je  uloží  v  určitém  formátu  do  spustitelného 
programu  (do  speciálních  sekcí  určených  k  uložení  ladicích  informací)  nebo  do  samostatného 
souboru. Tato činnost je znázorněna na obrázku 5.1.
Části překladače, které kód optimalizují a transformují do strojového kódu, generování ladicích 
informací komplikují, protože v nich pak vznikají nekonzistence, které ne vždy lze vyřešit. Například 
může být změněno pořadí instrukcí vzhledem k pořadí řádků kódu. Při generování ladicích informací 
se tedy nekonzistentní optimalizace mohou vypínat. Tím je ale ovlivněn samotný překlad kódu, což  
může být nežádoucí efekt.
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Formátů ladicích informací existuje celá řada, nejznámější z nich zde budou stručně popsány.  
Některé  formáty  jsou  veřejné  a  dobře  dokumentované  (standard  DWARF),  jiné  proprietární  a 
neveřejně dokumentované (PDB).
5.1 Uložení ladicích informací
Většina formátů ladicích informací bývá uložena přímo ve spustitelném či objektovém souboru ve 
speciálních sekcích (obr.  5.2).  Ladicí informace jsou tak snadno a přímo k dispozici.  Nevýhodou 
ovšem  je,  že  narůstá  velikost  spustitelného  souboru.  Proto  bývají  ladicí  informace  obvykle 
z programů  určených  k  distribuci  odstraněny  (programem  strip)  nebo  se  při  překladu  vůbec 
negenreují.  Tímto  je  rovněž  ztížena  možnost  zkoumání  programů  (reverzní  inženýrství). 
Představitelem této formy ukládání je formát DWARF [14].
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Obr. 5.1: Struktura obecného překladače, generujícího ladicí informace [13].
Jiné formáty ladicích informací bývají ukládány do samostatného souboru (obr. 5.3). V tomto 
případě je potřeba řešit problém s jeho nalezením. Téměř vždy je ladicí soubor pojmenován stejně 
jako spustitelný soubor, v něm může být navíc uvedena cesta k ladicímu souboru. Nutností je také 
zajistit přesnou konzistenci ladicího souboru se spustitelným. To je zajištěno opatřením obou souborů 
jednoznačným identifikátorem. V případě formátu PDB se jedná o 16-bajtový kód GUID.
Důvodem uložení  ladicích  informací  mimo  spustitelný  soubor  může  být  nemožnost  jejich 
uložení  do spustitelného souboru (soubory .com s max.  velikostí  64 kB),  nebo způsob distribuce 
ladicích informací.  K některým programům jsou ladicí  informace dodávány dodatečně,  v případě 
potřeby. Existují také servery, na nichž se ladicí informace ke všem verzím programu shromažďují.  
Toto se používá u formátu PDB - více informací v [15].
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Obr. 5.3: Generování ladicích informací do externího souboru [13]
Obr. 5.2: Generování ladicích informací do spustitelného/objektového souboru [13]
5.2 Obsah ladicích informací
Jak  již  bylo  nastíněno,  typickým  obsahem  ladicích  informací  jsou  názvy  a  umístění  funkcí  a 
proměnných, dále pak definice datových typů a provázání instrukcí s řádky zdrojového kódu. Také 
obsahují seznam modulů, souborů a případně knihoven použitých při sestavování programu. 
Funkce  jsou  popsány adresou  vstupního  bodu,  typem návratové  hodnoty a  počtem a  typy 
parametrů. Dále může být uložena informace o použité volací konvenci, optimalizaci zásobníku nebo 
dočasného ukládání obsahů registrů.
Funkce pro uložení lokálních proměnných, návratové adresy a parametrů používají zásobník. 
Průchodem a analýzou zásobníku je možno dohledat, jak bylo dosaženo aktuální pozice v kódu (jaké  
funkce byly volány a s jakými parametry). Každá fukce má svůj tzv. rámec zásobníku (stack frame), 
obsahující  zmíněná  data.  Na  počátek  rámce  aktuální  funkce ukazuje  register  EBP (base pointer, 
v případě archtektury x86).  Překladač však může  provést  optimalizaci,  kdy je  ukazatel  na  rámec  
vynechán  (toto  se  nazývá  frame  pointer  omission,  zkráceně  FPO).  Proto  některé  typy  ladicích 
informací obsahují speciální sekci frame pointer omission, informující o těchto optimalizacích.
Globální proměnné jsou uloženy v datových sekcích a v ladicích informacích uložena jejich 
adresa. Lokální proměnné však jsou uloženy na zásobníku nebo v registrech. V rámci informací o 
funkcích jsou tedy uloženy informace o obsahu zásobníku (názvy lok. proměnných a jejich pozice).
Informace o datových typech obsahují definice uživatelských typů, tzn. struktur a tříd (názvy 
jednotlivých složek, jejich typ a velikost), definice výčtových typů, polí, ukazatelů, konstantních typů 
a typů funkcí (návratová hodnota, počet a typy parametrů).
Řádkové informace popisují  vzájemné mapování  řádků zdrojového kódu a adres strojového 
kódu. Ke konkrétnímu řádku může být uložena adresa počáteční instrukce příkazu na daném řádku,  
adresa poslední instrukce příkazu, případně je uvedeno, že řádek je z kódu vypuštěn.
Zmíněné  informace  zde  byly  uvedeny se  zaměřením na  informace  obsažené  ve  formátech 
CodeView a PDB (více v [18]).   Přesto se dají  považovat  za obecné,  v jiných formátech bývají  
uloženy informace velmi podobné nebo stejné.
5.3 Existující formáty
• STABS (Symbol Table Strings): Tento formát ukládá ladicí informace jako textové řetězce 
v tabulce  symbolů.  Jeho  hlavní  nevýhodou  je,  že  není  standardizován  a  není  tedy 
konzistentní. 
• COFF (Common Object File Format): Jedná se o formát spustitelných/objektových souborů, 
umožňuje ale také ukládání ladicích informací, jako údaje o funkcích a proměnných, čísla 
řádků, FPO. Je to jeden z nejstarších formátů ladicích informací. Informace jsou uloženy ve 
speciálně pojmenovaných sekcích.
• CodeView: Formát používaný společností Microsoft, dnes je ale nahrazen formátem PDB. 
Byl  využíván  ve  stejnojmenném  debuggeru  pro  MS-DOS.  Je  částečně  dokumentován.  
Obsahuje téměř všechny zmíněné typy ladicích informací.
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• DBG: Nejedná se o formát ladicích informací, ale o kontejner pro jejich ukládání. Soubory 
.dbg mají stejnou strukturu jako formát PE a obsahují pouze sekce s ladicími informacemi, a 
to ve formátu COFF nebo CodeView [16].
• DWARF (Debugging With Attributed Record Formats) Tento formát byl navržen pro  ladění 
programů v jazyce C na  systému UNIX. DWARF není závislý na programovacím  jazyku,  
operačním systému ani architektuře  procesoru. Nejčastěji  je  však  spojován  s objektovým 
formátem ELF, ale může být uložen i v jiných formátech . Je běžně používaným standardem 
(nativní formát llvm, podpora v gcc a gdb). Tímto formátem se podrobněji zabývá práce [14].
Některé další informace a srovnání formátů používaných Microsoftem je možné nalézt v [18]. 
5.4 Formát PDB
PDB  (Program  Database)  je  proprietární,  neveřejně  dokumentovaný  formát  ladicích  informací 
vyvíjený  společností  Microsoft.  Je  využíván  v  překladačích a  debuggerech společnosti  Microsoft 
(např. MS Visual Studio). Microsoft tvrdí, že je tento formát neustále vyvíjen a mění se, proto je jeho 
dokumentování  nepraktické [17]. Na druhou stranu poskytuje nástroj DIA SDK (Debug Interface 
Access), který poskytuje parsing a získávání dat ze souborů PDB pro vývoj debuggerů a podobných 
programů. Nevýhodou je, že DIA SDK je závislé na OS Windows. Více informací o DIA SDK v [17].
Jedním z úkolů této bakalářské práce je prozkoumat strukturu a obsah PDB souborů, vytvořit  
vlastní,  platformově nezávislý parser, a dále získané ladicí informace využít  ke zlepšení výsledků 
dekompilace. Průzkum struktury souborů PDB je nelehký úkol z důvodu nedostupnosti dokumentace. 
Naštěstí  existují  dřívější  pokusy  o  odhalení  struktury  souborů  PDB  a  je  dostupných  několik 
neoficiálních  článků,  popisujících  již  zjištěné  informace:  [19],  [20]  a  [21].  Na  těchto  textech  je 
založen následující obsah práce, stručně vysvětlující vnitřní strukturu PDB. 
Vnitřní struktura souboru PDB (znázorněna na obrázku  5.4) je velmi podobná souborovému 
systému  (file  system).  PDB se  skládá  z  více  podsouborů,  které  se  nazývají  streamy.  Soubor  je 
rozdělen na alokační bloky stejné velikosti (typicky 1024B), každý stream zabírá jeden nebo více 
těchto bloků. Stream nemusí být v souboru uložen lineárně, taktéž některé alokační bloky mohou být 
nevyužity. Velikost streamů a využití konkrétních bloků je uloženo v indexu streamů (root directory).
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Díky těmto vlastnostem může být soubor PDB průběžně, inkrementálně, rozšiřován o nové 
streamy nebo některé streamy doplňovány. Takto se děje při postupném linkování modulů.
Hlavička obsahuje verzi souboru, velikost alokačního bloku, počet streamů a nepřímý ukazatel 
na index streamů (root directory). Existují dvě základní verze PDB: 2.00 a 7.00. Liší se strukturou 
hlaviček a dalšími strukturami, ale jejich obsah a princip je podobný. Verze 7.00 se začala používat  
od Windows XP SP2 a novějších verzí Visual studia, a nyní se používá výhradě tato verze [18].
Zde je stručně popsán obsah důležitých streamů: 
• Stream 1 obsahuje identifikaci souboru: časovou značku a kód GUID. Stejná hodnota GUID 
se nachází ve spustitelném souboru v datové struktuře, informující o typu a umístění ladicích 
informací.
• Stream 2 (TPI) obsahuje definice uživatelskch datových typů (třídy, struktury, výčty, pole).
Každý datový typ má svůj číselný index. Základní typy mají pevný index.
• Stream 3 (DBI) obsahuje seznam modulů a knihoven použitých při sestavení. 
• Několik streamů obsahuje tabulky symbolů (globální,privátní) včetně vyhledávacích struktur.
• Stream s informacemi FPO, stream se seznamem programových sekcí
• Každý modul má navíc svůj vlastní stream, obsahující název modulu, identifikaci překladače, 
názvy globálních proměnných, všechny funkce v modulu, podrobnosti o funkcích (parametry 
a lokální proměnné, bloky, návěští) a  řádkové informace.
Streamy se většinou skládají ze seznamu tzv. datových „objektů“ uložených lineárně za sebou. Každý 
objekt má svůj typ, délku a data a nese v sobě určitou informaci (definice funkce, dat. typu, lokální 
proměnné,  návěští,  atd).  Níže  následuje  příklad  textového  výpisu  obsahu  objektů  ze  streamu 
popisujícího některý modul.
Objekt 00: OBJNAME signature: 00000000 name: C:\cpp\ifj\Release\syntax.obj
Objekt 01: Microsoft (R) Optimizing Compiler C:\Program Files\Visual Studio... 
Objekt 02: LDATA32 typind: 00001041 off: 000000fc seg: 03 name: token
Objekt 03: GPROC32 len: 00000276 typind: 00001039 off: 000000e0 seg: 0001
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Obr. 5.4: Struktura souboru PDB
Hlavička




Index streamů (root dir.)
Ukazatele na root dir.
                   flags: 01 name: main
Objekt 04: FRAMEPROC cbFrame: 00000024 cbPad: 00000000 cbSaveRegs: 0000000c
Objekt 05: LABEL32 off: 00000356 seg: 0001 flags: 10 name: $LN49
Objekt 06: LABEL32 off: 0000026e seg: 0001 flags: 10 name: $LN53
Objekt 07: BPREL32 off: 00000008 typind: 00000074 name: argc
Objekt 08: BPREL32 off: 0000000c typind: 00001034 name: argv
Objekt 09: BPREL32 off: fffffff8 typind: 0000102a name: source
Objekt 10: BPREL32 off: fffffff4 typind: 00000074 name: c
Objekt 11: REGISTER typind: 00000074 reg: 0011 name: type
Objekt 12: UNKNOWN 0000489d 00000001 00001035
Objekt 13: UNKNOWN 000048a7 00000001 00001037
Objekt 14: END
Příklad 5.1: Ukázka výpisu informací z PDB souboru (zkrácená)
Na příkladu je zachycen popis modulu a popis jedné funkce.  Objekty 0 a 1 udávají  název 
modulu a překladače. Objekt 2 je globální proměnná. Objekt 3 a 4 je hlavička funkce, obsahuje délku 
funkce, typ, offset, příznaky a název. Objekty 5 a 6 jsou pomocná návěští, 7 – 10 jsou parametry  
funkce, resp. lokální proměnné uložené na zásobníku a objekt 11 je lokální proměnná v registru. 
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6 Návrhy pro zlepšení kvality 
dekompilace
Obsah této kapitoly je klasifikován jako utajený, viz licenční ujednání.
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7 Implementace
Obsah této kapitoly je klasifikován jako utajený, viz licenční ujednání.
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8 Testy a výsledky dekompilace
Tato kapitola se zabývá testováním dekompilátoru obsahujícího navržené a implementované techniky 
pro  zlepšení  dekompilace.  Uvedeny jsou  zde  dva  testy  na  dvou  zkušebních  programech.  Každý 
program je určen pro jinou platformu (jeden pro MIPS a jeden pro ARM), aby byly výsledky testů 
více průkazné.
Součástí  obou testů je  zdrojový kód původního programu,  dekompilovaný kód bez použití 
zmíněných technik a dekompilovaný kód s jejich použitím. Cílem těchto testů je ukázat rozdíly mezi  
oběma dekompilovanými kódy a poukázat, jakým způsobem se dekompilace zlepšila. Tím bude také 
demonstrováno,  jaký mají  techniky vypracované  v této bakalářské práci  přínos  pro dekompilátor 
projektu Lissom. 
Tato kapitola také obsahuje testy samotné knihovny  pdbparserl.  Cílem je otestovat, zda 
knihovna zvládá zpracovat  soubory PDB s  ladicími  informacemi  pro programy určené pro různé 
platformy.  Rovněž  je  testováno,  jaké ladicí  informace  bylo  možno  získat  a  zda jsou k  dispozici  
informace o všech funkcích nebo proměnných.
8.1 Test č. 1 – analýza datových sekcí
První test je zaměřen na otestování analýzy datových sekcí. Zkušební program obsahuje konstantní 
data  a řetězcové literály uložené v datových sekcích a  mnoho přístupů k nim různými  způsoby.  
Například použití  řetězců jako parametrů funkcí  nebo přístup do konstantního pole  celočíselných 
hodnot.
Program byl překládán podobným způsobem jako zkušební program uvedený v kapitole 3.4. 
Byl použit překladač psp-gcc, cílová architektura je MIPS a formát spustitelného souboru je ELF. 
Program  byl  přeložen  bez  optimalizací  (-O0).  V  případě  prvního  uvedeného  výsledného  kódu 
(ukázka 8.2) byl program dekompilován bez použití analýzy datových sekcí. Z programu byly navíc 
odstraněny tabulky symbolů programem psp-strip, což je ekvivalent programu strip pro PSP 
SDK. V případě druhého kódu (ukázka 8.3) byla při dekompilaci analýza datových sekcí použita a 
program obsahoval tabulky symbolů.
#include <stdio.h>
int cislo1 = 25;
const int cislo2 = 68;
const int pole[] = {33, 44, 55, 66};
char *retezec = "Hello, decompilator";
int moje_funkce(int x, int y)
{
  int z = rand() * x + y;
  printf("Rozdil x a y je %d\n", x - y);




  printf("This is a testing program.");
  puts(retezec);
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  int a = cislo1;
  int b = 43;
  int c = rand();
  if (b > c) {
c += 11;
  }
  int f = moje_funkce(a, c);
  printf("Vysledek funkce je %d",f);
  int g = f + rand() * cislo2;
  printf("Pocatek je %d Vysledek je %d\n", cislo1, g);
  printf("Cislo z pole je %d Delka retezce je %d\n", pole[2], strlen(retezec));
  return c;
}
Kód 8.1: Zkušební program v jazyce C
def function_8900368(lemon, orange):
    # pc_8900368
    banana = rand()
    printf(143722720, lemon - orange)
    return ((banana * lemon) + orange) / 2
def main(argc, argv):
    # pc_890046c
    lemon = 143720448
    printf(143722744)
    puts(143726004)
    grape = rand()
    result = grape + 11 if grape < 43 else grape
    papaya = function_8900368(*143726152, result)
    printf(143722776, papaya)
    tampoi = rand()
    printf(143722800, *143726152, (*143723228 * tampoi) + papaya)
    salal = strlen(*(lemon + 5556))
    printf(143722848, *143723240, salal)
    return result
Kód 8.2: Výsledek dekompilace bez použití analýzy datových sekcí a tabulek symbolů
def main(argc, argv):
    # pc_890046c
    lemon = 143720448
    printf("This is a testing program.")
    puts("Hello, decompilator")
    grape = rand()
    result = grape + 11 if grape < 43 else grape
    papaya = moje_funkce(25, result)
    printf("Vysledek funkce je %d", papaya)
    tampoi = rand()
    printf("Pocatek je %d Vysledek je %d\n", 25, (68 * tampoi) + papaya)
    salal = strlen(*(lemon + 5556)) // Zde nebyla urcena konkretni adresa
    printf("Cislo z pole je %d Delka retezce je %d\n", 55, salal)
    return result
def moje_funkce(lemon, orange):
    # pc_8900368
    banana = rand()
    printf("Rozdil x a y je %d\n", lemon - orange)
    return ((banana * lemon) + orange) / 2
Kód 8.3: Výsledek dekompilace s použitím analýzy datových sekcí a tabulek symbolů
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V ukázce 8.3 je vidět, že analýza datových sekcí skutečně výrazně napomohla kvalitě výsledného 
kódu, neboť většina řetězců a celočíselných konstant je již v kódu uvedena přímo. Přesto však stále  
existují  případy,  kdy je s určením adresy dat problém, a tedy ani nelze určit  hodnotu dat na této  
adrese. Příkladem v kódu je volání funkce strlen. Na řešení tohoto problému se pracuje.
V případě,  kdy byly dostupné tabulky symbolů,  bylo  možné  v kódu uvést  skutečný název 
funkce moje_funkce. Ale i v případě, kdy dostupné nebyly, však byla detekce funkce úspěšná.
8.2 Test č. 2 – detekce funkcí
Druhý test je zaměřen na správnou detekci funkcí za pomocí ladicích informací. Za tímto účelem byl  
vytvořen program, obsahující větší množství krátkých funkcí.
Program byl  tentokrát  přeložen  překladačem vývojového prostředí  Microsoft Visual 
Studio 2005 doplněného  o  vývojový balík  Windows Mobile 6 Standard SDK [22]. 
Výsledný  program  je  určen  pro  architekturu  ARM  a  je  ve  formátu  PE.  Důvodem  použití  této 
platformy a překladače byla možnost mít k dispozici ladicí informace ve formátu PDB, které generují 
pouze překladače firmy Microsoft. Rovněž bude otestována dekompilace strojového kódu s instrukční 
sadou procesoru ARM. Pro dekompilaci byla použita „debug“ verze spustitelného programu.
Program byl nejprve dekompilován bez použití souboru PDB (kód 8.5) a poté s ním (kód 8.6). 
Bude demonstrováno, jak ladicí informace pomohly se správnou detekcí funkcí.
#include <stdio.h>
int soucet(int a, int b) { 
return a + b; 
}
int rozdil(int c, int d) { 
return c – d; 
}
int soucin(int e, int f) { 
return e * f; 
}
int podil(int g, int h) { 
return g / h; 
}
int prumer(int a, int b , int c, int d) {
int pom_soucet = a + b + c + d;
int pom_prumer = pom_soucet / 4;
return pom_prumer;
}




Kód 8.4: Zkušební program v jazyce C
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def function_11000():
    global apple
    # pc_11000
    return apple
Kód 8.5: Výsledek dekompilace bez použití PDB
def my_puts(*arg1, apricot):
    # pc_11124
    return apricot
def podil(papaya, peach):
    # pc_11084
    return papaya / peach
def prumer(mango, lime, nut, lulita):
    # pc_110c0
    return (((nut + mango) + lime) + lulita) / 4
def rozdil(plum, orange):
    # pc_1102c
    return plum - orange
def soucet(banana, apple):
    # pc_11000
    return apple + banana
def soucin(tea, pear):
    # pc_11058
    return pear * tea
Kód 8.6: Výsledek dekompilace s použitím PDB
Dekompilátor bez ladicích informací nebyl schopen funkce detekovat. Výsledkem je pouhý fragment 
kódu s neúspěšným pokusem o dekompilaci jedné funkce. Naopak při použití ladicích informací ze 
souboru PDB měl dekompilátor již předem k dispozici informace o polohách funkcí. Funkce jsou 
dekompilovány správně a ve výsledném kódu jsou uvedeny jejich původní názvy. Navíc byl ušetřen 
čas tím, že dekompilátor nemusel používat metody pro vyhledání funkcí ve strojovém kódu. 
Ve funkci  my_puts není volání funkce  puts uvedeno, neboť dekompilátor nebyl schopen 
detekovat knihovní funkce. 
8.3 Test knihovny pdbparserl
Zde budou uvedeny testy knihovny pro zpracování PDB souborů a získávání informací z nich. Bylo  
provedeno celkem 20  testů  s  různými  PDB soubory.  Tyto  PDB soubory jsou  určeny pro  různé 
platformy,  jsou různě velké a  obsahují  rozdílné streamy a  informace.  Jedná se  především o tyto 
platformy: x86 (Windows 32bit), ARM (Windows Mobile 6) a .NET (programy vytvořené v jazyce  
C# za použití .NET framework verze 4).  Pro překlad bylo použito Microsoft Visual Studio verze 
2005 (ARM) a 2010 (implicitně u x86 a .NET). Některé PDB soubory byly přímo převzaty jako 
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součást distribuce programů nebo knihoven, jiné byly součástí distribuce MS Visual Studia. Všechny 
použité soubory jsou dostupné na přiloženém CD. 
Účelem testů bylo otestovat „robustnost“ a univerzálnost knihovny, tj. jak si poradí s různými 
PDB soubory a zda je schopna zpracovat ladicí informace pro různé platformy. 
Druhým úkolem bylo otestovat, jaké všechny informace jsou v PDB dostupné, jedná-li se o 
soubor PDB příslušející programu určenému k ladění („debug“ verze) a nebo k distribuci („release“  
verze). Je téměř jisté, že v obou verzích budou dostupné různé informace. Zejména v programech  
určených pro distribuci je provedeno mnoho optimalizací,  proto ladicí informace neobsahují např. 
všechny údaje o proměnných, které byly optimalizací zahozeny. Naopak programy určené k ladění 
obvykle optimalizovány nejsou a mohou obsahovat více dodatečných staticky linkovaných funkcí, 
napomáhajících ladění.
Pro testování  byl  vytvořen program  pdbdumper,  jenž zaobaluje knihovnu  pdbparserl. 
Jeho funkcí je načíst PDB soubor a vypsat celý jeho obsah (tj. vypsat obsah sreamů a pak vypsat  
všechny získané informace o funkcích a globálních proměnných). Podstatou testu tedy je zjistit, zda 
knihovna zvládne PDB soubor načíst, zpracovat všechny jeho streamy a poté zda je schopna získat  
z něj potřebné informace.
 
# Název souboru arch. Popis testu Výsledek
1 ifj_debug x86 Projekt do předmětu IFJ. Standardní konzolový program 
většího rozsahu, napsán v jazyce C. Debug verze.
vše v pořádku
2 ifj_release x86 Stejný program, release verze. Test rozdílu debug/release. vše v pořádku
3 ifj2005 x86 Stejný program přeložený VS 2005. Test jiné verze VS. vše v pořádku
4 pdbparser x86 Samotná knihovna pdbparserl ve formě programu. 
Test zpracování C++ tříd.
vše v pořádku
5 libsymtabapi** x86 Knihovna (api), převzaté PDB. PDB je velmi velké, 
„zátěžový“ test zpracování rozsáhlých PDB souborů
vše v pořádku
6 libcommon** x86 Opět knihovna, rozsáhlé PDB. Podobný jako předchozí 
test
vše v pořádku
7 msdia90* x86 Knihovna DIA SDK. PDB neobsahuje streamy modulů, 
nejsou tedy dostupné informace o funkcích a 
proměnných.
vše v pořádku
8 dia2dump x86 Ukázkový program používající DIA SDK. vše v pořádku
9 vc100 x86 Pomocné PDB generované během překadu. Obsahuje jen 
typové informace. Test případu absence DBI streamu.
vše v pořádku
10 msvcp100.i386* x86 Standardní knihovna VS. vše v pořádku
11 msvcp80.amd64
*
x64 Standardní knihovna VS. Test 64bit architektury. nepoznal 64bitové 
ukazatele
12 arm_atl_debug ARM Zkušební program vytvořený s Windows Mobile SDK, 
obsahující ATL [23]. Test podpory platformy ARM.
vše v pořádku
13 arm_atl_release ARM Stejný program, release verze. vše v pořádku
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14 arm_test1 ARM Jednoduchý zkušební program pro ARM, bez ATL. vše v pořádku
15 iw5_2 .NET Projekt do předmětu IW5. Napsaný v C# .NET 
framework 4. Test jiného typu PDB.
nerozpoznal funkce
16 missionfileparser .NET Další program v C# .NET, převzatý. nerozpoznal funkce
17 atlsd* N/A Knihovna ATL Visual studia. Obsahuje jen typové inf. vše v pořádku
18 mfcs80u* N/A Knihovna MFC Visual studia. Obsahuje jen typové inf. vše v pořádku
19 Microsoft.Windo
wsCE.DATK*
? Neznámý význam souboru PDB nerozpoznal funkce
20 ccrtrtti* ? Neznámý význam souboru PDB program spadl
Tabulka 1: Seznam a výsledky testů knihovny pdbparserl
* soubor byl součásti distribuce Microsoft Visual Studio 2005.
** knihovna Symtab API dostupná online: http://www.dyninst.org/symtabapi
Z testů je patrno, že knihovna pdbparserl až na některé výjimky je schopna zpracovat jakýkoli 
PDB  soubor.  Její  vývoj  byl  zaměřen  tak,  aby  byla  schopna  zpracovat  standardní  PDB  soubory 
vytvořené překladem běžných programů.  Knihovna podporuje PDB soubory pro platformy x86 a 
ARM, což jsou platformy, se kterými se bude určitě v rámci dekompilátoru projektu Lissom počítat. 
Získávání  informací  z  PDB  souborů  pro  .NET framework  prozatím  nebylo  implementováno,  je 
možné  pouze  vypsat  vnitřní  obsah  souboru  PDB.  Knihovna  rovněž  prozatím  plně  nepodporuje 
zpracování typových informací  o třídách nebo 64 bitové typy.  Přesto se v případě potřeby počítá  
s dalším vývojem této kihovny a odstraněním některých jejich nedostatků.
Jak bylo  očekáváno,  soubory PDB příslušející  programům určeným k distribuci  („release“) 
téměř  vždy obsahují  méně informací.  Zejména v nich nejsou uvedeny všechny lokální  proměnné  
z důvodu optimalizací. Parametry funkcí však jsou uvedeny vždy,  i když bývají častěji předávány 
v registrech než na zásobníku. Z hlediska dekompilace je tedy mnohem výhodnější mít k dispozici 
„debug“ verzi spustitelného programu, a to také díky dostupnosti více ladicích informací.
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9 Závěr
V rámci této bakalářské práce byl představen vědní obor reverzní inženýrství se zaměřením na oblast  
informačních technologií. Rovněž byl vysvětlen pojem dekompilátor, zvláště pak rekonfigurovatelný 
dekompilátor. 
Jednou z hlavních částí této práce bylo seznámení s dekompilátorem projektu Lissom, jehož 
vylepšování bylo předmětem této práce. Taktéž byl  zmíněn důvod vývoje tohoto dekompilátoru a 
jeho důležitost  např.  pro detekci  škodlivého softwaru zaměřeného na mobilní  zařízení.  Byly  zde 
popsány prostředky, které využívá, jeho jednotlivé části a jeho stav na začátku práce. 
Dále byly popsány datové sekce a jejich obsah. Nemalá část práce byla také věnována ladicím 
informacím, popisu jejich obsahu a známých formátů. Formát PDB byl podrobně studován a byla  
zkoumána jeho vnitřní struktura, aby bylo možno následně ze souborů PDB ladicí informace získávat.
Vývoj dekompilátoru projektu Lissom je dlouhodobý a v době začátku této práce nebyly jeho 
výsledky  dostatečně  kvalitní.  Dekompilátor  obsahoval  mnoho  nedostatků.  Taktéž  v  něm nebyly 
implementovány techniky pro využití všech dostupých informací pro zlepšení kvality dekompilace. 
Proto bylo požadováno, aby tyto techniky implementovány byly.
Hlavním přínosem této bakalářské práce byl návrh a implementace zmíněných technik. Návrhy 
vycházejí z výše nastudovaných informací. Dekompilátor byl doplněn o analýzu datových sekcí, díky 
níž  je  možné  do  výsledného  kódu uvést  řetězcové  literály a  hodnoty  základních  datových typů, 
umístěných  v  datových  sekcích.  Rovněž  byla  vytvořena  nezávislá  knihovna,  která  umožňuje 
zpracování PDB souborů a získání ladicích informací z nich. Tyto ladicí informace jsou nebo budou 
dále využity v dekompilátoru,  kde usnadní  a zpřesní  analýzu kódu a  zkvalitní  jeho výstupy.  Pro 
jednotnou reprezentaci ladicích informací z různých formátů byla rovněž vytvořena abstraktní třída.
V konečném důsledku se kvalita dekompilace znatelně zlepšila. V dekompilovaném kódu již 
jsou uvedena data z datových sekcí a je značně usnadněna a zpřesněna detekce funkcí díky ladicím 
informacím. Výsledky dekompilace byly demonstrovány v rámci testů v kapitole 8.
Vývoj dekompilátoru však stále pokračuje a bude na něm potřeba vykonat stále mnoho práce. 
Rovněž bude nutné dále vylepšovat techniky navržené a implementované v této práci.
V  analýze  datových  sekcí  je  stále  možno  vylepšit  heuristiky  rozpoznávání  dat  a  umožnit 
detekci i složitějších datových typů a jiných typů řetězců než řetězců jazyka C. V případě nutnosti  
přesnější  analýzy  může  být  místo  současné  just-in-time  analýzy  použita  metoda  č.  3  (navržena 
v kapitole 6.1).
Také  je  nutno  doimplementovat  využití  všech  ladicích  informací,  získávaných  ze  souborů 
PDB. Pracuje se na analýze parametrů funkcí a lokálních proměnných s pomocí ladicích informací.  
Ostatní  dostupné  ladicí  informace,  jako  řádkové  informace  nebo  názvy  modulů,  budou  využity 
v budoucnu pro dokonalejší analýzy kódu.
Zhodnocení  současného stavu dekompilátoru a  analýza budoucích prací  na  využití  ladicích 
informací byly rovněž publikovány v článku [24].
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Příloha 1 – Obsah CD
README.txt Soubor s instrukcemi k použití obsahu CD
Makefile Makefile (soubor pro překlad programů a spuštění testů)
mingw/mingw_msys_graphviz_17
.4.2012.zip
Balík MINGW nutný pro překlad a běh programů pod Windows
doc/ Elektronická verze této písemné zprávy
src/ Zdrojové kódy programů a přeložené objektové soubory 
ostatních modulů
bin/ Zde budou uloženy přeložené programy
tests/ Testovací vstupy a výstupy pro programy decfront a pdbdumper
tests/input/ Vstupní soubory
tests/ref_output/ Referenční výstupní soubory
tests/output/ Zde budou uloženy výstupní soubory programů
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