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Fakulteta za računalnǐstvo in informatiko
Luka Brezavšček
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Opis:
Organizacije stremijo k čim optimalneǰsemu izvajanju lastnih procesov. Eden
izmed pomembnih procesov v organizaciji je tudi upravljanje z zaposlenimi.
V okviru diplome je vaša naloga, da najprej preučite to področje in iden-
tificirate najpomembneǰse naloge oziroma funkcionalnosti, ki so pomembne
pri upravljanju z zaposlenimi. Nato pa načrtajte in razvijte aplikacijo, ki
bo omogočala čim bolj optimalno upravljanje z zaposlenimi. Pri tem bodite
tudi pozorni na razne vloge v aplikaciji in pravice, ki jih imajo posamezne
vloge. Pri razvoju aplikacije uporabite tehnologije na strani strežnika in odje-
malca, ki omogočajo implementacijo dobre uporabnǐske izkušnje na različnih
napravah. Aplikacijo tudi objavite.
Title: A web application for managing employees within an organisation
Description:
Organisations strive to implement their own processes as optimally as pos-
sible. One of the important processes in an organisation is also employee
management. As part of the diploma thesis your task is to first study this
field and identify the most important tasks, that is, functionalities that are
important in employee management. Then design and develop an applica-
tion that will allow employee management as optimally as possible. Beside
that also pay attention to the different roles in the application and the rights
that individual roles have. To develop the application use technologies on
the server and client side which allow implementing a good user experience
on various devices. Finally you also have to deploy the application.
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4.4 Komunikacija in obveščanje . . . . . . . . . . . . . . . . . . . 42
5 Zaključek 45
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XML
Asinhroni JavaScript in XML




CSS Cascading Style Sheet Kaskadna stilska predloga
DBMS Database Management System Sistem za upravljanje s podat-
kovno bazo
DNS Domain Name Server Strežnik domenskih imen
DOM Document Object Model Dokumentno objektni model
FTP File Transfer Protocol Protokol za prenos datotek
HTML Hypertext Markup Language Jezik za označevanje nadbese-
dila
IP Internet Protocol Internetni protokol
JSON JavaScript Object Notation JavaScript objektna notacija
MVC Model-View-Controller Model-Pogled-Kontroler
PHP PHP: Hypertext Preprocessor PHP: nadbesedilni predproce-
sor
REST Representational State Trans-
fer
Predstavitveni prenos stanja




SCP Secure Copy Protocol Varni protokol za kopirjanje
SFTP Secure File Transfer Protocol Varni protokol za prenos dato-
tek
SSL Secure Sockets Layer Sloj varnih vtičnic
XML Extensible Markup Language Razširljivi označevalni jezik
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Povzetek: Diplomsko delo zajema predstavitev in razvoj spletne aplikacije
za upravljanje z zaposlenimi znotraj organizacije. Namen aplikacije je or-
ganizacijam in zaposlenim znotraj teh omogočiti lažji in bolǰsi proces dela,
sodelovanje, komunikacijo, organiziranost, reševanje problemov in posledično
doseganje bolǰsih rezultatov in vǐsjih ciljev. Glavne funkcionalnosti spletne
aplikacije so upravljanje s projekti in opravili, upravljanje z delovnim proce-
som zaposlenih, komunikacija in obveščanje. Uporabnikom želimo zmanǰsati
odvisnost od uporabe storitev, saj je večina odvisna od uporabe več storitev
hkrati za doseganje istih ciljev, ki jih lahko dosežejo z uporabo naše stori-
tve, ki je po vrhu vsega še prosto dostopna. Posledično želimo organizacijam
zmanǰsati stroške za doseganje uspešnega poslovanja. Aplikacijo smo raz-
vili z uporabo modernih spletnih tehnologij in orodij. Objavili jo bomo, kot
storitev na spletu, ki bo na voljo vsem uporabnikom.
Ključne besede: spletna aplikacija, Laravel, upravljanje z delovnim proce-
som zaposlenih, upravljanje s projekti in opravili, komunikacija, obveščanje.

Abstract
Title: A web application for managing employees within an organisation
Author: Luka Brezavšček
Abstract: The diploma thesis covers the presentation and development of a
web application for managing employees within an organisation. The purpose
of the application is to provide organisations and employees within them an
easier and better work process, cooperation, communication, organization,
problem solving and consequently achieving better results and higher goals.
The main functionalities of the web application are project and task man-
agement, employee workflow management, communication and notifying. We
want to reduce the user dependency on the use of services since most users
depend on several services at the same time to achieve the goals that can
be attained by using our service, which is, after all, freely available. Conse-
quently, we want to reduce the costs to organisations for achieving successful
business. We developed the application using modern web technologies and
tools. We will publish it as an online service that will be available to all
users.
Keywords: web application, Laravel, employee workflow management, project




Računalnǐska tehnologija napreduje z velikimi koraki, se širi in postajaja del
našega vsakdana. Razvoj tehnologije nam iz leta v leto prinaša velike preo-
brazbe za gospodarstvo in celotno družbo. Kot vsaka tehnologija se je tudi
svetovni splet po svetu uveljavil zelo hitro. Možnost po neposrednem spre-
minjanju in dostopanju do informacij sta eni izmed glavnih lastnosti spleta,
ki sta iz dneva v dan pomembneǰsi, zato ima pravočasen dostop do pravih in-
formacij velik pomen. Kot posledica tega je splet postal del našega življenja
in se začel uporabljati na praktično skoraj vseh področjih. S poslovanjem,
vodenjem, interakcijo, komunikacijo, izobraževanjem in še mnogimi drugimi
področji postajamo od spleta vedno bolj odvisni. Z razvojem tehnologije se
razvija tudi splet, ki se je uveljavil tudi kot ena izmed največjih platform za
storitve.
S problemi se srečujemo vsak dan. Z namenom reševanja teh pa se je
začel razvoj programske opreme, ki postaja vse bolj zahtevna in kompleksna.
Ker ima dostop do interneta že skoraj vsak, se uporaba in razvoj programske
opreme stopnjujeta. Pod programsko opremo spada tudi spletna aplikacija, ki
smo jo razvili, kot prosto dostopno storitev, z namenom reševanja problemov
na področju upravljanja z zaposlenimi. Prednost naše storitve na spletu je
predvsem preprosta dostopnost, saj lahko vsak, ki ima dostop do spleta,
storitev uporablja brezplačno kjerkoli in kadarkoli.
1
2 Luka Brezavšček
1.1 Namen in cilj
Na področju upravljanja z zaposlenimi želimo rešiti predvsem probleme, kot
so določanje medsebojnih opravil, reševanje in preverjanje opravil, upravlja-
nje z delovnim procesom zaposlenih, komunikacija med zaposlenimi, pravočasno
in pametno obveščanje zaposlenih ter statistika in zgodovina nad lastnim in
organizacijskim delovnim procesom. Cilj je organizacijam ter zaposlenim
znotraj teh omogočiti lažji in bolǰsi proces dela, sodelovanje, komunikacijo,
organiziranost, reševanje problemov in posledično doseganje bolǰsih rezulta-
tov in vǐsjih ciljev.
1.2 Struktura diplomske naloge
Diplomska naloga je sestavljena iz več poglavij. V poglavju Uporabljene
tehnologije in orodja si bomo pogledali tehnologije in orodja, ki smo jih
uporabili pri razvoju spletne aplikacije. Sledi poglavje Razvoj aplikacije v
katerem si bomo ogledali celoten potek razvoja spletne aplikacije in njeno
arhitekturo. Nato si bomo pogledali še predstavitev aplikacije v poglavju
Predstavitev aplikacije. Na koncu v poglavju Zaključek bomo razmislili o




V tem poglavju so predstavljene tehnologije in orodja, ki smo jih uporabili
pri razvoju spletne aplikacije. Izbor tehnologij in orodij ima ključen pomen
pri razvoju in vzdrževanju spletne aplikacije. Glede izbire smo se odločali
predvsem na podlagi hitrosti in preprostosti razvoja, vzdrževanju spletne
aplikacije in želje po novem znanju in izkušnjah.
2.1 Strežnǐske tehnologije
V tem poglavju si bomo pogledali tehnologije, ki se navezujejo na izdelavo
spletne aplikacije na strani strežnika.
2.1.1 PHP
PHP [9] je razširjen odprtokodni programski jezik, ki ga je leta 1994 napi-
sal Rasmus Lerdorf. Nadaljnji razvoj in vzdrževanje pa je prevzela skupina
razvijalcev PHP Group. Uporablja se za razvoj dinamičnih spletnih vsebin.
Spada v skupino interpreterskih programskih jezikov, kar pomeni, da se na
začetku ne prevede celotna izvorna koda, ampak se sproti interpretira. Sple-
tni strežnik z uporabo interpreterja PHP interpretira izvorno skriptno kodo,
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katere rezultat izvajanja je ponavadi koda HTML, ki jo strežnik posreduje
spletnemu brskalniku. Tako uporabnik ne more videti izvorne kode. Z upo-
rabo PHP-ja obstajata tudi možnosti zaganjanja skript v ukaznem načinu.
2.1.2 Laravel
Laravel [6] je brezplačno odprtokodno PHP ogrodje, ki ga je ustvaril Tay-
lor Otwell leta 2011. Zagotavlja močna in uporabna orodja, katerih cilj je
predvsem razbremenitev razvoja in vzdrževanja spletnih aplikacij. Teme-
lji na MVC razvijalskem vzorcu, ki je opisan v poglavju Razvoj aplikacije.
Vsebuje velik nabor funkcionalnosti, med katerimi so avtentikacija, valida-
cija, testiranje, lokalizacija, shranjevanje podatkov v pomnilnik, upravlja-
nje s sejami, upravljanje in poizvedovanje s podatkovno bazo, predloga za
ustvarjanje pogledov, s katerimi prikazujemo podatke, REST kontrolerje in še
mnogo drugih. Vsebuje tudi Composer, ki upravlja odvisnosti med različnimi
knjižnicami in skrbi za namestitev potrebnih paketov, ki so potrebni za razvoj
in delovanje spletne aplikacije. Poleg tega vsebuje še svoj vmesnik za ukazno
vrstico imenovan Artisan za izvajanje določenih funkcij, ki so potrebne za
upravljanje in razvoj spletne aplikacije.
2.1.3 MariaDB
MariaDB [8] je odprtokodna implementacija relacijske podatkovne baze, ki za
delo s podatki uporablja jezik SQL. Nastala je leta 2009 na podlagi MySQL
sistema za upravljanje s podatkovnimi bazami in je od leta 2012 v lasti Mari-
aDB Foundation, ki ga tudi nadaljnje razvija. Deluje po principu odjemalec
- strežnik, pri čemer lahko strežnik namestimo kot sistem, porazdeljen na več
strežnikov. Obstaja veliko število odjemalcev, zbirk ukazov in programskih
vmesnikov za dostop do podatkovne baze. Deluje na več različnih operacij-
skih sistemih, med katerimi je tudi prenosljiv. Uporablja zelo hitre diskovne
tabele MyISAM s stiskanjem indeksov ter podpira večopravilnost, kar po-




V tem poglavju si bomo pogledali tehnologije, ki se navezujejo na izdelavo
spletne aplikacije na strani odjemalca.
2.2.1 SASS
SASS [13] je skriptni jezik in eden najbolj priljubljenih predprocesorjev CSS,
ki ga je leta 2006 predstavil Hampton Catlin. Uporablja se za opis sloga
dokumenta HTML, pri katerem sta ključnega pomena predvsem izgled upo-
rabnǐskega vmesnika in odziven dizajn. Ker gre za predprocesor, se koda v
SASS na koncu prevede v CSS. Gre za dejansko razširitev CSS, saj omogoča
funkcionalnosti, ki v CSS trenutno še niso možne, kot so spremenljivke, gnez-
denje, zanke, argumenti in še mnoge druge. To ključno orodje omogoča pi-
sanje čiste berljive kode na hitreǰsi in enostavneǰsi način, ki jo je enostavno
vzdrževati.
2.2.2 UIKit
UIKit je modularno in odprtokodno ogrodje za razvoj hitrih, zmogljivih in
odzivnih spletnih vmesnikov. Nastal je leta 2013 v sklopu podjetja YOO-
theme. Namenjen je predvsem poenostavitvi razvoja spletnih vmesnikov.
Vsebuje predloge, ki so spisane v CSS in JavaScript, te pa so namenjene za
razne komponente spletnega vmesnika, kot so tipografija, postavitev elemen-
tov, obrazci, gumbi, navigacija, ikone, animacije in še mnoge druge. Ker
je implementiran na podlagi standardnih tehnologij, deluje v vseh modernih
brskalnikih. UIKit ponuja osnovne definicije sloga za vse elemente HTML,
katerih rezultat je enoten videz, ne glede na spletni brskalnik. Poleg tega
pa lahko razvijalci izkoristijo definirane razrede CSS, da dodatno po želji
prilagodijo videz svoje vsebine.
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2.2.3 JavaScript
JavaScript [5] je objektni skriptni programski jezik, ki ga je leta 1995 razvilo
podjetje Netscape. Izvaja se na uporabnikovem računalniku, kar prinaša
mnoge prednosti pri izdelavi spletnih strani. Podpirajo ga vsi noveǰsi spletni
brskalniki. Največ se uporablja za ustvarjanje dinamičnih spletnih strani, kar
pomeni, da opravlja naloge, ki presegajo kontekst statične spletne strani, kot
so odpiranje novih oken, validacija podatkov, izračuni in še mnoge druge. Ko
se spletna stran naloži, brskalnik kreira HTML DOM dokumenta, ki definira
HTML elemente kot objekte, lastnosti vseh HTML elementov, metode za
dostop do HTML elementov in dogodke za vse HTML elemente. Z uporabo
JavaScript pa lahko popolnoma spreminjamo HTML DOM.
2.2.4 AJAX
AJAX [1] je spletna razvojna tehnika, ki se uporablja za ustvarjanje inter-
aktivnih spletnih aplikacij. Predstavil ga je Jesse James Garrett leta 2005.
Spletne aplikacije si lahko z uporabo AJAX izmenjujejo podatke s strežnikom
asinhrono v ozadju, brez potrebe po ponovnem nalaganju strani. To omogoča
tekoče in hitreǰse spreminjanje vsebine na spletni strani. Podpirajo ga vsi
noveǰsi spletni brskalniki s podporo JavaScript. Za izmenjavo podatkov se
v večini primerov uporabljajo formati, kot so XML, JSON, HTML in tudi
golo besedilo. Običajno se za določeno spremembo na strani odjemalca pošlje
zahtevek na strežnik, ta pa vrne odgovor z določenim formatom podatkov,
ki jih nato JavaScript obdela in prikaže na strani odjemalca brez potrebe
po ponovnem nalaganju. Pri tem se prenašajo samo določeni podatki, ne
pa celotne strani, kar drastično zmanǰsa količino prometa med strežnikom in
odjemalcem.
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2.3 Programska orodja in razvojna okolja
V tem poglavju si bomo pogledali programska orodja in razvojna okolja, ki
smo jih uporabili za izdelavo spletne aplikacije.
2.3.1 PowerDesigner
PowerDesigner [11] je orodje za modeliranje, ki ga je leta 1989 razvil Xiao-
Yun Wang in ga trenutno razvija podjetje Sybase. Podpira modelno vodeno
arhitekturo razvoja programske opreme. Namenjen je predvsem za podat-
kovno modeliranje, modeliranje podatkovnih skladǐsč, objektno modeliranje,
generiranje programske kode, analizo zahtev programske opreme in generira-
nje poročil.
2.3.2 Adobe Photoshop
Adobe Photoshop [10] je orodje za obdelavo fotografij in drugih grafik. Raz-
vila sta ga brata Thomas Knoll in John Knoll leta 1987 in leto kasneje prodala
licenco podjetju Adobe Systems. Trenutno velja za enega izmed najzmoglji-
veǰsih in vodilnih grafičnih orodij. Uporablja se za delo z rastrsko grafiko za
katero velja, da je shranjena kot matrika s podatki za vsak piksel slike. Poleg
rastrske grafike ima omejene zmožnosti urejanja vektorske grafike, 3D grafike
in videa. Nudi mnoge funkcionalnosti, kot so obrezovanje, rezanje, premika-
nje, kloniranje, oblikovanje, urejanje in še mnoga druga. Nabor funkcij je
razširljiv z vtičniki in programi, ki so lahko razviti in distribuirani neodvisno
od Photoshopa. Ti se izvajajo v njem in ponujajo nove ali izbolǰsane funkcije.
2.3.3 Visual Studio Code
Visual Studio Code [14] je eden izmed najbolj razširjenih razvojnih okolij za
kodiranje, ki ga je izdal Microsoft leta 2015. Vsebuje velik nabor funkcio-
nalnosti, ki so uporabniku v pomoč pri razvoju, testiranju in vzdrževanju
programske kode, kot so razhroščevanje, poizvedovanje po kodi, barvanje
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kode, priporočanje, dopolnjevanje kode in še mnogo drugih uporabnih funk-
cij. Omogoča nameščanje razširitev, ki dodajo dodatne funkcionalnosti, kot
so podpore za razne programske jezike, vgrajeni Git in še mnoge druge. Ra-
zvojno okolje si uporabnik lahko prilagodi glede na lastne potrebe kar mu še
dodatno poenostavi in pohitri razvoj.
2.3.4 XAMPP
XAMPP [16] je odprtokoden in večplatformni paket, ki ga razvija neprofitna
organizacija Apache Friends. Tvori popolnoma delujoč spletni strežnik, ki je
sposoben gostiti dinamične spletne strani. Vsebuje Apache spletni strežnik,
MariaDB podatkovno bazo in interpreter za programska jezika PHP in Perl.
V primerjavi z drugimi paketi za postavitev delujočega strežnika sta na-
mestitev in uporaba zelo preprosta. Omogoča predvsem hitro in preprosto
pripravo okolja za razvoj in streženje spletnih aplikacij.
2.3.5 WinSCP
WinSCP [15] je odprtokodni SFTP in FTP odjemalec za operacijski sistem
Windows. Razvil ga je Martin Prikryl leta 2000. Podpira tudi nativni SCP
protokol. Njegova glavna funkcija je varno kopiranje datotek med lokalnim
in oddaljenim računalnikom. Poleg tega pa vsebuje še vgrajen urejevalnik
besedila, integracijo z Windows okoljem in sinhronizacijo datotek.
Poglavje 3
Razvoj aplikacije
V tem poglavju si bomo pogledali celoten postopek razvoja spletne aplika-
cije. Pred tem si bomo ogledali še arhitekturo spletne aplikacije, ki je ključna
za razumevanja razvoja. Pri arhitekturi se bomo dotaknili še pojmov, kot
sta razvijalski vzorec MVC in REST. Sledil bo opis procesa razvoja spletne
aplikacije in nato še predstavitev podatkovnega modela in načrtovanja podat-
kovne baze. Po tem si bomo pogledali še razvoja grafičnega uporabnǐskega
vmesnika in zalednega sistema spletne aplikacije. Čisto na koncu pa si bomo
ogledali proces objave spletne aplikacije na splet oziroma postavitev spletne
aplikacije v produkcijo.
3.1 Arhitektura aplikacije
Pred začetkom razvoja je pametno, da razumemo določene pojme in arhi-
tekturo spletne aplikacije. Gre za n-nivojsko arhitekturo, v kateri nastopajo
odjemalec, aplikacijski strežnik, spletni strežnik in podatkovni strežnik. Od-
jemalec uporablja spletni pregledovalnik oziroma spletni brskalnik in zahteva
podatke, ki jih pridobi s pomočjo spletnega strežnika. Spletni strežnik ko-
municira z aplikacijskim strežnikom, ta pa procesira in opravlja vsa opravila.
Podatkovni strežnik pa shranjuje podatke, zaklepa zapise in skrbi za inte-
griteto in varnost podatkov. Glavni problem delovanja v omrežnem okolju
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je visoka stopnja ranljivosti sistema. Zato je treba zagotoviti kompleksno
(večnivojsko) varovanje. Omrežni nivo omogoča, da se za dostop upora-
bljata uporabnǐsko ime in geslo. Aplikacijski nivo skrbi, da se uporabljajo
varnostni mehanizmi, ki so vgrajeni v aplikacijo. Na nivoju podatkovnega
strežnika se kreirajo vloge za uporabnike in skupine uporabnikov, za katere se
dodeljujejo pravice za dostop do podatkov. Za varno komunikacijo med od-
jemalcem in strežnikom pa je potrebna uporaba certifikata oziroma šifriranje
in dešifriranje podatkov, ki se prenašajo po povezavi. Shema komunikacije
spletne aplikacije je prikazana na sliki 3.1.
Slika 3.1: Komunikacijsko omrežje arhitekture spletne aplikacije
Razvijalski vzorec MVC
Razvijalski vzorec MVC [7] je osnovni razvijalski vzorec spletnih aplikacij.
Predstavil ga je Trygve Reenskaug v 70. letih preǰsnjega stoletja. Čeprav je
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bil prvotno razvit za namizne računalnike, je bil MVC široko sprejet, kot za-
snova za aplikacije svetovnega spleta v raznih programskih jezikih. Uporaba
vzorca MVC v spletnih aplikacijah je postala priljubljena že leta 1996 po
uvedbi NeXT-ovih WebObjects. Cilja uporabe MVC sta predvsem sočasni
razvoj in ponovna uporaba kode. Ker MVC loči različne komponente aplika-
cije, lahko razvijalci vzporedno delujejo na različnih komponentah, ne da bi
pri tem prihajalo do konfliktov. Vsak element uporabnǐskega vmesnika je ena
komponenta vǐsjega nivoja, ki združuje tri potrebne komponente MVC v en
paket. Z ustvarjanjem komponent vǐsjega nivoja, ki so med seboj neodvisne,
lahko razvijalci hitro in enostavno ponovno uporabijo komponente v drugih
aplikacijah. Slika 3.2 prikazuje akcije v modelu MVC.
Slika 3.2: Razvijalski vzorec MVC
Model je osrednja komponenta vzorca, ki je popolnoma neodvisna od
uporabnǐskega vmesnika. Neposredno upravlja podatke, logiko in pravila
aplikacije. Pogled nastopa v spletnih aplikacijah kot HTML predloga za pri-
kazovanje podatkov. Dejansko gre za predstavitev modela v določeni obliki.
Kontroler se odziva na uporabnikov vnos in izvaja interakcije na objektih




REST [12] je arhitekturni stil, ki označuje standard za komunikacijo med
računalnǐskimi napravami na svetovnem spletu. Roy Fielding ga je prvič
opisal leta 2000. Določa množico arhitekturnih principov, s pomočjo katerih
lahko kreiramo spletno storitev, ki temelji na sistemskih identifikatorjih, do
katerih dostopamo in komuniciramo prek HTTP protokola. Do takšne stori-
tve je torej mogoče dostopati prek vsake naprave, ki je povezana v svetovni
splet in razume protokol HTTP. Arhitektura REST je sestavljena iz odje-
malcev in strežnikov. Odjemalec pošlje zahtevo strežniku, ta jo obdela in
vrne ustrezen odgovor. Zahteva in odgovor sta generirana z uporabo pred-
stavljivih virov. Pri spletnih storitvah REST se za dostop do virov upora-
bljajo osnovne metode HTTP protokola za implementacijo rešitev ustvarja-
nja (POST), branja (GET), posodabljanja (PUT) in brisanja (DELETE), kar
predstavlja CRUD (angl. CRUD - Create, Read, Update, Delete) operacije
nad podatkovnimi bazami.
3.2 Proces razvoja
Proces razvoja je način oziroma postopek izdelave programske opreme. Ob-
staja več načinov, kako se lotiti razvoja. Pravimo jim modeli procesa ra-
zvoja. Izbira pravega je zelo pomembna in je odvisna predvsem od program-
ske opreme, ki jo razvijamo, števila razvijalcev, ki jo razvija, in dogovora,
zahtev in sredstev, ki jih imamo na voljo. Z izbiro pravega modela si tako
lahko olaǰsamo razvoj, prihranimo na času in denarju ter pridemo do bolǰsih
rešitev in rezultatov. Za razvoj svoje spletne aplikacije smo se odločili za mo-
del inkrementalnega razvoja oziroma inkrementalni model. Za inkrementalen
model je značilno, da celoten razvoj razdelimo na module, ki jih razvijamo
neodvisno od drugih. Moduli zajemajo le del funkcionalnosti sistema, a so
obenem dovolj samostojni, da jih lahko vključimo v produkcijo. Posamezne
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module na koncu integriramo v celotno rešitev. Za ta model smo se odločili,
ker je v splošnem ceneǰsi in manj tvegan v primerjavi z drugimi. Pri samem
razvoju pa smo osredotočeni le na manǰsi del sistema, zato ga lažje analizi-
ramo, razvijamo, testiramo in odpravljamo napake. Ob koncu pa preidemo
na drugi del sistema in ponovimo postopek. Postopek ponavljamo, dokler ne
sestavimo celote iz vseh inkrementov oziroma delov sistema. Shema inkre-
mentalnega procesa razvoja je prikazana na sliki 3.3.
Slika 3.3: Inkrementalni proces razvoja
3.3 Podatkovni model
Podatkovna baza [2] je zbirka med seboj povezanih podatkov o organizira-
nem delovno zaključenem sistemu, ki so namenjeni različnim uporabnikom.
Podatkovne zbirke so se pojavile zaradi potrebe po hitrem dostopu do infor-
macij. Podatkovna zbirka je sestavljena iz metapodatkov in fizične zbirke.
Metapodatki shranjujejo opise fizičnih podatkov, in sicer informacije o tem,
kje v zunanjem pomnilniku so, kaj pomenijo in katerim uporabnikom so do-
stopni. V fizični zbirki so shranjene fizične vrednosti podatkovnih elementov,
ki se nanašajo na lastnosti objektov.
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Podatkovni model je povezana zbirka zasnov, namenjenih opisovanju in
manipulaciji s podatki, s katero opredeljujemo sintakso in semantiko stav-
kov formalnega jezika. Ta omogoča definiranje sheme podatkov, poizvedova-
nje po podatkovni bazi in izvajanje operacij posodabljanja podatkov in po-
sledično spreminjanje stanja podatkovne baze. V praksi poznamo več podat-
kovnih modelov, in sicer relacijski, entitetno-relacijski, objektno-relacijski,
objektni, hierarhični in mrežni. Za izdelavo spletne aplikacije sem uporabil
entitetno-relacijski podatkovni model, ki se dandanes najpogosteje upora-
blja. V entitetno-relacijskem modelu predstavljamo posamezne entitete, ki
so dejansko tabele, te pa so sestavljene iz atributov, ki opisujejo podatke v
tabeli. Slika 3.4 prikazuje izdelavo in uporabo podatkovnega modela.
Slika 3.4: Postopek izdelave in uporabe podatkovnega modela
3.3.1 Načrtovanje podatkovne baze
Načrtovanje podatkovne baze je postopek opredelitve in razvoja strukture po-
datkovne baze. Naš cilj je spletni aplikaciji omogočiti podatkovno podporo
vsem opravilom, ki so potrebna za izvajanje funkcionalnosti, ki jih spletna
aplikacija ponuja. Zavedati se moramo, katere podatke bomo hranili, kako
bodo podatki povezani, katere operacije bomo izvajali nad podatki in kako
bodo uporabniki uporabljali podatkovno bazo. Načrtovanja smo se lotili z
uporabo treh modelov, ki se uporabljajo za načrtovanje podatkovne baze.
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Prvi korak je izdelava konceptualnega modela podatkovne baze, ki vsebuje
opis podatkov in povezav med njimi (slika 3.5). Namen je predvsem opre-
delitev in predstavitev potreb in zahtev podatkovne baze. Ker gre za opis,
je model uporaben in razumljiv tako za načrtovalce kot tudi za uporabnike.
Sestavljen je iz entitetnih tipov, atributov, identifikatorjev in povezav.
Naslednji korak je izdelava logičnega modela podatkovne baze. Še pred
tem pa je treba izbrati DBMS, ki je množica programov, namenjenih ustvar-
janju, vzdrževanju in nadzoru dostopa do podatkov v podatkovnih zbirkah.
V našem primeru je to MariaDB. Osnova logičnega modela je jezik, ki je ra-
zumljiv ciljnemu DBMS. Konceptualni model se preslika v relacijski model.
Pri tem pa se entitetni tipi preslikajo v tabele, atributi v stolpce, identifika-
torji v primarne ključe in povezave v tuje ključe oziroma vmesne tabele, kot
to prikazuje slika 3.6. Opravi se tudi natančen pregled končnega logičnega
modela in odpravijo se morebitne napake ali pomanjkljivosti.
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Slika 3.5: Entitete: država, uporabnik, organizacija in projekt v konceptual-
nem modelu
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Slika 3.6: Tabele: država, uporabnik, organizacija in projekt v logičnem
modelu
V zadnjem koraku pa sledi izdelava fizičnega modela podatkovne baze.
Pri tem pa gre za opis implementacije podatkovne baze v sekundarnem po-
mnilniku za izbrani ciljni DBMS. Vsebuje tabele, stolpce, ključe, podatkovne
18 Luka Brezavšček
tipe, pravila, omejitve, prožilce, procedure, domene in indekse. Identificirajo
se različne skupine uporabnikov in preverja se ustreznost delovanja podat-
kovne baze glede na potrebe in zahteve uporabnikov. To je dejansko podat-
kovna baza, zapisana v jeziku, ki je berljiv za DBMS. V našem primeru gre za
SQL. Vse podatkovne modele smo izdelali z uporabo orodja PowerDesigner.
Koda 3.1 prikazuje primer kode za izdelavo tabele users.
1 create table users (
2 ID int not null ,
3 country_id int ,
4 name varchar (255) not null ,
5 url varchar (255) not null ,
6 description text not null ,
7 email varchar (255) not null ,
8 email_verified_at timestamp ,
9 password varchar (255) not null ,
10 avatar varchar (255) not null ,
11 images_directory varchar (255),
12 city varchar (255),
13 timezone varchar (255) ,
14 bio varchar (255),
15 sex varchar (255),
16 remember_token varchar (100),
17 created_at timestamp not null ,
18 updated_at timestamp not null ,
19 primary key (ID),
20 foreign key (country_id)
21 references countries (ID)
22 on delete restrict on update restrict
23 );
Programska koda 3.1: SQL skripta tabele uporabnik
3.4 Zaledni sistem
Za uporabnǐskim vmesnikom se skriva zaledni sistem, ki preko uporabnǐskega
vmesnika procesira vse uporabnikove zahtevke in preko tega tudi prikazuje
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odgovore oziroma rezultate. Povezuje celotno spletno aplikacijo in skrbi za
celoten proces v ozadju, ki uporabniku ni viden. Najprej je bilo treba posta-
viti delovno okolje. Z uporabo orodja XAMPP smo postavili lokalni Apache
strežnik, preko katerega smo lahko dostopali do spletne aplikacije in podat-
kovne baze. Celoten zaledni sistem je razvit z uporabo ogrodja Laravel, ki
temelji na spletni tehnologiji PHP. Kot smo že opisali v podpoglavju Proces
razvoja, je razvoj potekal na inkrementalen način. Vsak inkrement je bil
razvit z uporabo razvijalskega vzorca MVC, ki smo ga opisali v podpoglavju
Arhitektura aplikacije. Vsako tabelo iz podatkovnega modela smo prepi-
sali v migracijo. Migracije so sheme tabel podatkovnega modela, s katerimi
opǐsemo strukturo podatkovne baze ter z njo upravljamo. Koda 3.2 prikazuje
migracijo za tabelo users. Vsaka shema predstavlja določeno tabelo. Migra-
cije poganjamo preko ukazne vrstice, kar nam omogoča ustvarjanje, urejanje
in brisanje tabel v podatkovni bazi. Še pred tem pa je potrebno v konfigura-
ciji Laravela določiti vrsto baze, ime baze, povezavo, vrata, uporabnǐsko ime
in geslo, da sistem lahko neposredno dostopa in upravlja s podatkovno bazo.
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1 class CreateUsersTable extends Migration {
2 public function up() {
3 Schema :: create(’users’, function (Blueprint $table) {
4 $table ->bigIncrements(’id’);
5 $table ->string(’name’);
6 $table ->string(’first_name ’);
7 $table ->string(’last_name ’);
8 $table ->string(’email ’)->unique ();
9 $table ->timestamp(’email_verified_at ’)->nullable ();
10 $table ->string(’password ’);
11 $table ->string(’avatar ’)->default(’def.png’);
12 $table ->unsignedBigInteger(’country_id ’)->nullable ();
13 $table ->foreign(’country_id ’)
14 ->references(’id’)
15 ->on(’countries ’);
16 $table ->string(’city’)->nullable ();
17 $table ->string(’telephone ’)->nullable ();
18 $table ->longText(’bio’)->nullable ();
19 $table ->char(’sex’, 1)->nullable ();
20 $table ->rememberToken ();




25 public function down() {
26 Schema :: dropIfExists(’users’);
27 }
28 }
Programska koda 3.2: Migracija za tabelo uporabnik
Nato je sledil razvoj REST API-ja, ki smo ga opisali v podpoglavju Ar-
hitektura aplikacije. Z uporabo zahtevkov POST in GET smo določili na-
bor vseh poti spletne aplikacije, preko katerih uporabnik pošilja zahtevke in
pridobiva vsebino, ki se mu prikaže v brskalniku. Zahtevke GET (primer je
prikazan v programski kodi 3.3) smo uporabili za pridobivanje podatkov, zah-
tevke POST (primer je prikazan v programski kodi 3.4) pa za spreminjanje
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podatkov. Za vsak zahtevek je določena pot in funkcija znotraj kontrolerja,
ki se izvede ob klicu zahtevka. Poleg tega je za vsak zahtevek določeno še
ime, ki se uporablja znotraj programske kode za preusmerjanje oziroma skli-
cevanje po zahtevku. Pri določenih zahtevkih se uporablja še vmesni sistem
(programska koda 3.5), ki skrbi za pravice dostopa do zahtevka. Ta preveri
določene podatke že pred izvedbo zahtevka in na podlagi teh določi, ali ima
uporabnik pravico za dostop do zahtevka.
1 Route ::get(’o/{ org_url}’, ’Organisation\
OrganisationController@show ’)
2 ->name(’organisation.show’)
3 ->middleware(’verified ’, ’isMember ’);
Programska koda 3.3: GET zahtevek za prikaz strani organizacije




Programska koda 3.4: POST zahtevek za ustvarjanje organizacije
1 class isMember {
2 public function handle($request , Closure $next) {







Programska koda 3.5: Vmesni sistem za preverjanje dostopnosti uporabnikov
do organizacij
Kot smo že omenili, so v kontrolerjih funkcije, ki se kličejo ob zahtevkih.
Za vsak zahtevek GET funkcija vrne pogled s potrebnimi podatki, ki so
potrebni za prikaz ustreznih podatkov in strukture pogleda za uporabnika
(programska koda 3.6). Pri zahtevkih POST funkcije preverijo podatke, jih
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obdelajo in po potrebi shranijo. Glede na končno stanje nato uporabnika z
dodatnimi podatki preusmerijo na določen zahtevek GET preko katerega se
uporabniku prikaže odgovor na zahtevek POST.
1 class OrganisationController extends Controller {
2 protected function show($organisationUrl) {
3 $organisation = Organisation :: current ();
4
5 $data = [
6 ’organisation ’ => $organisation ,








Programska koda 3.6: Kontroler za organizacijo s funkcijo za prikaz strani
organizacije
Za pridobivanje, spreminjanje, dodajanje in brisanje podatkov v podat-
kovni bazi se uporabljajo modeli. Za vsako tabelo v podatkovni bazi obstaja
model (programska koda 3.7). Ta določa lastnosti in funkcije za interakcijo
s tabelo. Po modelih se sklicujemo znotraj kontrolerjev in pogledov.
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1 class Organisation extends Model {
2 protected $table = ’organisations ’;
3 public $primaryKey = ’id’;
4 protected $dateFormat = ’Y-m-d H:i:s’;
5
6 protected $fillable = [




10 public static function current () {





Programska koda 3.7: Model za tabelo organizacije s funkcijo za pridobivanje
podatkov o trenutni organizaciji
Za prikazovanje podatkov se uporabljajo pogledi. Pogledi določajo HTML
strukturo, obogateno s podatki za strani spletne aplikacije. Vsaka stran ima
svoj pogled. Vsak pogled se s potrebnimi podatki prikaže preko kontrolerja.
Znotraj pogleda se podatki lahko pridobivajo tudi neposredno preko modela.
Znotraj določenih pogledov je vključen tudi JavaScript, ki je potreben za
interakcijo z uporabnǐskim vmesnikom. V večini primerov gre za interakcijo
s podatki z uporabo AJAX. JavaScript ali CSS knjižnice, ki so potrebne za
določena orodja na strani uporabnǐskega vmesnika, so prav tako vključene.
Uporabili smo knjižnice za urejanje besedila (TinyMCE), prikazovanje kole-
darja in dogodkov (FullCalendar), obrazec za izbiro več elementov (Select2)
in obrazec za izbiro datuma (DatePicker). Kot predloga za interakcijo s po-
datki, ki se posredujejo preko kontrolerja ali pridobijo neposredno iz modela,
se uporablja Blade (programska koda 3.8).
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1 @if ($data[’task ’]->users ->count() >= 1)
2 <ul class="uk -list uk -margin -small -top">
3 @foreach ($data[’task ’]->users as $user)
4 <li>
5 <a href="{{ route(’user.show ’, [’org_url ’ => Route::
current ()->parameters ()[’org_url ’], ’user_name ’ => $user ->
name]) }}">
6 <img class="uk -border -circle avatar -very -small" src
="/images/u/{{ $user ->avatar }}" alt="avatar"> {{ $user ->








Programska koda 3.8: Prikazovanje uporabnikov katerim je dodeljeno
določeno opravilo z uporabo predloge Blade
3.5 Grafični uporabnǐski vmesnik
Uporabnǐski vmesnik je okolje, v katerem uporabnik komunicira z napravo.
Gre za vmesnik med uporabnikom in računalnikom oziroma programsko
opremo. Grafični uporabnǐski vmesnik [3] prikazuje elemente, kot so ikone,
okna, meniji, obrazci, grafike in še mnoge druge. Prednost grafičnega upo-
rabnǐskega vmesnika iz vidika uporabnikov je predvsem enostavna uporaba
in učenje, hitra interakcija in dostopnost ter hitro preklapljanje med opravili.
Pri načrtovanju in izdelavi uporabnǐskega vmesnika se osredotočamo pred-
vsem na uporabnǐsko izkušnjo in interakcijo. Zelo pomembna je enostav-
nost uporabe, saj je zapletena uporaba za uporabnika stresna. Uporabnǐski
vmesnik mora voditi uporabnika med njegovim delom, mu nuditi pomoč, ga
usmerjati, mu nuditi informacije in ga opozarjati na napake glede na trenutno
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stanje. V praksi je pridobivanje povratnih informacij uporabnikov najbolǰsi
način za ustvarjanje razumljivega dizajna in izbolǰsanje uporabnǐske izkušnje.
Izdelava uporabnǐskega vmesnika je interaktivni proces, kjer je ključno te-
sno sodelovanje z uporabniki. Najprej smo analizirali uporabnike. Z analizo
uporabnikov pridemo do razumevanja, kaj uporabniki pričakujejo od sple-
tne aplikacije. Nato smo sledili določenim pravilom, ki se uporabljajo za
načrtovanje uporabnǐskih vmesnikov [4]. Uporabljali smo vsebinske pojme,
ki so blizu uporabnikom in ne raznim drugim zasnovam. Operacije, ukazi in
meniji, ki smo jih zasnovali, imajo enako obliko na več vmesnikih oziroma
straneh. Obnašanje spletne aplikacije uporabnika nikoli ne preseneti, kar
pomeni, da se ukazi izvajajo na enak način in jih uporabnik lahko predvidi.
Spletna aplikacija je odporna na napake in uporabniku vedno vrača stanja ob
opravilih. Uporabnikom smo omogočili popolno svobodo med interakcijo s
stranmi. Navigacija je enostavna in na vsaki strani na enakem mestu. Upora-
bili smo barvno paleto, v kateri nastopajo barve, ki se kontrastno usklajujejo
in so uporabnikom prijazne. Pomembne informacije smo poudarili z odebe-
ljeno pisavo. Razlikovanje pomena informacij je prikazano z uporabo razno-
likosti barv in velikosti pisave. Uporabnǐski vmesnik se prilagaja na vsebino
in uporabniku izpostavlja pomembne informacije. Ne glede na brskalnike,
ki jih uporabniki uporabljajo, je uporabnǐski vmesnik enak. Uporabnǐski
vmesnik je odziven, kar pomeni, da se prilagaja glede na velikost vidnega
polja naprave in je posledično uporabnikom prijazen na vseh napravah, kar
je prikazano na sliki 3.7. Na koncu je pomembno, da upoštevamo povratne
informacije uporabnikov in na podlagi tega posodabljamo uporabnǐski vme-
snik. Grafični uporabnǐski vmesnik smo razvili z uporabo ogrodja UIKit, ki
temelji na spletnih tehnologijah, kot so HTML, SASS, JavaScript in JQuery.
Ikone, ki smo jih uporabili, so prav tako vključene v samo ogrodje. Slikovno
gradivo smo izdelali z uporabo orodja Adobe Photoshop.
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Slika 3.7: Odziven uporabnǐski vmesnik
3.6 Produkcija
Na koncu po končanem razvoju je treba spletno aplikacijo objaviti na spletu
in omogočiti dostop javnosti. Preden si pogledamo potek objave spletne apli-
kacije na spletu, moramo razumeti določene pojme. Domena je del spletnega
naslova in predstavlja unikaten naslov, preko katerega uporabniki dostopajo
do spletne strani. Za vsako spletno stranjo se skriva IP-naslov, zato upora-
bljamo DNS strežnik, ki preslika IP-naslove v domene, saj so uporabnikom
prijazneǰsi in lažji za zapomniti. SSL je kriptografski protokol, ki omogoča
varno komunikacijo na medmrežju, pri kateri so vsi podatki šifrirani. Spletno
gostovanje je dejansko strežnik, na katerem spletna stran gostuje in hrani vse
podatke. Strežnik je zmogljiv računalnik, ki je prek hitre internetne povezave
ves čas povezan na svetovni splet. E-poštno gostovanje pa je vrsta spletnega
gostovanja, ki je namenjena le gostovanju e-pošte.
Od ponudnika spletnega gostovanja smo torej zakupili domeno, deljeno
spletno gostovanje in e-poštno gostovanje. Spletno gostovanje vključuje tudi
DNS strežnik in SSL certifikat. Ker gre za deljeno spletno gostovanje, je
strežnik s strani ponudnika že popolnoma optimiziran in prilagojen za go-
stovanje spletnih aplikacij. Prejeli smo dostop do nadzorne plošče cPanel, ki
omogoča upravljanje z zakupljeno storitvijo, kot so domene, DNS strežniki,
gostovanje, SSL certifikati, datoteke na strežniku, poštni predali in podat-
kovne baze. Konfiguracijo Laravela je bilo potrebno prilagoditi za produkcijo,
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in sicer nastaviti poštni strežnik in povezavo do podatkovne baze, izklopiti
razhroščevanje in spremeniti informacije, ki se navezujejo na razvojno okolje,
na informacije, ki se navezujejo na produkcijsko okolje. Nato smo z uporabo
WinSCP orodja prenesli vse datoteke spletne aplikacije na strežnik spletnega
gostovanja. Na strežniku smo z uporabo nadzorne plošče cPanel ustvarili po-
datkovno zbirko. Z uporabo terminala na nadzorni plošči pa smo napolnili
podatkovno zbirko preko migracij, ki smo jih pognali z Laravelovo ukazno
vrstico Artisan. Z uporabo ukazne vrstice Artisan smo na koncu pognali še
Laravelovo predpomnjenje in optimizacijo, ki pretvori in optimizira datoteke




V tem poglavju si bomo ogledali predstavitev spletne aplikacije. Pogledali si
bomo ključne funkcionalnosti in njihovo uporabo, kot so upravljanje s pro-
jekti in opravili, upravljanje z delovnim procesom zaposlenih, komunikacijo
in obveščanje. Z zaslonskimi slikami je predstavljen izgled uporabnǐskega
vmesnika.
4.1 Uporabnǐski račun in organizacije
Za uporabo aplikacije je potrebna registracija uporabnǐskega računa, kar je
prikazano na sliki 4.1. Aplikacija omogoča tudi registracijo in posledično




Po registraciji je uporabnik primoran potrditi svoj e-poštni naslov preko
povezave, ki jo prejme na e-poštni naslov, s katerim se je registriral, kar
prikazuje slika 4.2. Potrditev je potrebna zato, da s tem preverimo pravilnost
e-poštnega naslova, ker se obvestila pošiljajo tudi na e-poštne naslove.
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Slika 4.2: Potrditev e-poštnega naslova
Uporabnǐski vmesnik je sestavljen iz levega in zgornjega menija, kar lahko
vidimo na sliki 4.3. Levi meni uporabnika usmerja po aplikaciji in mu
omogoča dostop do vseh funkcionalnosti, ki se navezujejo na organizacije.
Zgornji meni pa mu omogoča urejanje, dostop do podatkov in odjavo iz svo-
jega uporabnǐskega računa. Ob vstopu v aplikacijo se uporabniku prikaže
nadzorna plošča (slika 4.3), preko katere si lahko ogleda osnovne podatke in
dostopa do organizacij, v katere je vključen.
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Slika 4.3: Nadzorna plošča uporabnika
Poleg tega pa lahko ustvari tudi svojo organizacijo in spremlja vabila, ki
jih je prejel za priključitev k organizacijam, kar prikazuje slika 4.4. Vsak
uporabnik lahko ustvari poljubno število organizacij ali pa se preko prejetih
vabil pridruži že obstoječim.
Slika 4.4: Prejeta vabila za priključitev k organizaciji
Ob vstopu v organizacijo se uporabniku prikaže nadzorna plošča organi-
zacije, kar prikazuje slika 4.5. Na nadzorni plošči organizacije so prikazani
zadnji članki, ki jih uporabniki z ustreznimi pravicami lahko objavljajo v
namen globalnega obveščanja. Poleg tega pa vidi še zgodovino zadnjih de-
javnosti vseh uporabnikov znotraj organizacije. Z uporabo pregledne plošče
pa si lahko ogleda še uporabnike, ki so trenutno aktivni, in statistiko celotne
organizacije, ki se navezuje na projekte, opravila in proces dela.
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Slika 4.5: Nadzorna plošča organizacije
Znotraj organizacije ima vsak uporabnik privzeto dodeljene pravice glede
na njegovo vlogo. Če je organizacijo ustvaril, ima pravice skrbnika sistema,
kar pomeni, da ima vse pravice. Če se je organizaciji pridružil, ima privzete
pravice. Pravice mu lahko spremeni skrbnik sistema in mu s tem določi
dolžnosti in nabor funkcionalnosti, ki jih lahko uporablja. Slika 4.6 prikazuje
pogovorno okno za spreminjanje pravic uporabnika.
Slika 4.6: Spreminjanje pravic uporabnika
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Če ima pravice sistemskega skrbnika, lahko dostopa do nastavitev orga-
nizacije, kjer ima možnost pošiljanja vabil za priključitev k organizaciji, kar
prikazuje slika 4.7, urejanja podatkov organizacije in upravljanja z uporab-
niki znotraj organizacije. Če uporabnik, ki mu je bilo poslano vabilo, še ni
registriran, bo prejel e-poštni naslov z informacijami o vabilu, kot je prika-
zano na sliki 4.8. Ko se bo uporabnik registriral, bo vabilo vidno ob prijavi
in se bo lahko pridružil organizaciji.
Slika 4.7: Pošiljanje vabil za priključitev k organizaciji
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Slika 4.8: Prejeto vabilo na e-poštni naslov
Znotraj organizacije si lahko vsak uporabnik ogleda seznam vseh uporab-
nikov v organizaciji, kar prikazuje slika 4.9. To vključuje tudi njihov opis
in podatke, ki si jih sami nastavijo v nastavitvah uporabnǐskega računa, ter
statistiko in zgodovino projektov, opravil in delovnega procesa. Uporabniki
so znotraj organizacije vključeni tudi v ekipe.
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Slika 4.9: Pregled uporabnikov in ekip
4.2 Upravljanje s projekti in opravili
Preden začnejo uporabniki ustvarjati in dodeljevati opravila, morajo ustvariti
projekte in jih natančno opisati. Projekte lahko uporabniki ustvarjajo in
pregledujejo na nadzorni plošči projektov, kar prikazuje slika 4.10. Poleg
tega pa lahko vidijo še svoja zadnja opravila in zadnja opravila organizacije
iz vseh projektov. Na seznamu projektov si lahko ogledajo opis projekta in
število opravil znotraj projekta.
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Slika 4.10: Pregled projektov
Nato pa znotraj projektov uporabniki, ki imajo ustrezne pravice, ustvar-
jajo opravila, ki jih dodeljujejo uporabnikom znotraj organizacije, kar prika-
zuje slika 4.11. Za vsako opravilo določijo naslov, natančen opis, prioriteto,
rok, do katerega mora biti opravilo opravljeno in uporabnike, ki so zadolženi
za opravljanje.
Slika 4.11: Ustvarjanje opravila
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Slika 4.12 prikazuje pregled opravil znotraj projekta. Opravila, ki še niso
v poteku reševanja, so odprta. Ko uporabnik začne reševati opravilo, ga
označi z začetkom, da se opravilu spremeni stanje v postopek reševanja. Ko
uporabnik reši opravilo, doda rešitev in opravilo pošlje v čakanje na pre-
gled. Na podlagi rešitve nato uporabniki, ki so zadolženi za pregled opravil,
določijo, če je bilo opravilo opravljeno ali ne. V primeru zavrnitve, dodajo še
komentar na zavrnitev in opravilo postane posledično ponovno odprto. Če
je rešitev ustrezna, se opravilo zapre. Obstaja tudi možnost, da se zaprto
opravilo lahko ponovno odpre. Rešitev za opravilo lahko dodajo samo upo-
rabniki, ki jim je to opravilo dodeljeno. Za ustvarjanje, brisanje, urejanje in
pregledovanje opravil pa so potrebne določene pravice. Za vsako opravilo se
hrani zgodovina dejavnosti.
Slika 4.12: Opravila znotraj projekta
Pri opravilih je možna diskusija s komentarji, v kateri lahko sodelujejo vsi
uporabniki znotraj organizacije. Slika 4.13 prikazuje primer take diskusije.
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Slika 4.13: Komentarji pri opravilu
4.3 Upravljanje z delovnim procesom zapo-
slenih
Uporabniki imajo dostop do sistema za upravljanje in pregledovanje delov-
nega procesa, kar prikazuje slika 4.14. Uporabnik se ob začetku svojega dela
prijavi na delo. Sproti lahko spremlja trajanje in ob koncu se odjavi od dela.
V enem dnevu se lahko prijavi in odjavi večkrat. Pri tem pa vidi, kdo vse od
zaposlenih trenutno dela in si preko koledarja ogleda odsotnost zaposlenih.
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Slika 4.14: Nadzorna plošča delovnega procesa
Preko nadzorne plošče delovnega procesa lahko uporabniki pošiljajo de-
lovne zahtevke, kot so na primer dopust, bolnǐska odsotnost, službeno potova-
nje in podobno. Primer ustvarjanja takega zahtevka je prikazan na sliki 4.15.
Pri tem izberejo zahtevek in določijo termin oziroma trajanje ter napǐsejo
ustrezen razlog.
Slika 4.15: Ustvarjanje delovnega zahtevka
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Uporabnikom je na voljo tudi pregled mesečne in letne statistike in zgodo-
vine delovnega procesa za vse mesece in leta, odkar je vključen v organizacijo
(slika 4.16).
Slika 4.16: Statistika in zgodovina delovnega procesa
Uporabniki, ki so zadolženi za pregledovanje delovnega procesa uporab-
nikov, pregledujejo delovne zahtevke, ki jih lahko odobrijo ali zavrnejo, ter
imajo celoten pregled nad statistiko in zgodovino delovnega procesa za vsa-
kega uporabnika znotraj organizacije, kar prikazuje slika 4.17.
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Slika 4.17: Pregled delovnega procesa zaposlenih
4.4 Komunikacija in obveščanje
Uporabniki lahko neomejeno komunicirajo z uporabo realnočasovnega kle-
peta, ki je prikazan na sliki 4.18. Na voljo jim je urejevalnik besedila, preko
katerega si lahko pošiljajo tudi razne medijske vsebine, kot so slike in vi-
deoposnetki. Uporabniki so ob tem obveščeni o novih oziroma neprebranih
sporočilih.
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Slika 4.18: Realnočasovni klepet
Kot je bilo že omenjeno v podpoglavju Upravljanje s projekti in opravili,
lahko komunikacija poteka tudi preko komentarjev znotraj opravil in člankov.
Uporabniki prejemajo obvestila za vse dejavnosti, ki se nanje oziroma na ce-
lotno organizacijo navezujejo. Obvestila z ustreznimi informacijami prejmejo
v svoj nabiralnik obvestil na uporabnǐskem računu spletne aplikacije in na
svoj e-poštni naslov. Obvestila se v nabiralniku ločijo na prebrana in nepre-
brana in ta uporabnikom omogočajo pregled nad celotno zgodovino obvestil.
Slika 4.19 prikazuje primer pregleda zadnjih obvestil uporabnika.
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Slika 4.19: Obvestila uporabnika
Poglavje 5
Zaključek
V okviru diplomskega dela smo razvili spletno aplikacijo za upravljanje z
zaposlenimi znotraj organizacije. Dosegli smo želene cilje in namen, ki je
organizacijam in zaposlenim znotraj teh omogočiti lažji in bolǰsi proces dela,
sodelovanje, komunikacijo, organiziranost, reševanje problemov in posledično
doseganje bolǰsih rezultatov in vǐsjih ciljev. Glavne funkcionalnosti, ki na to
vplivajo, so upravljanje s projekti in opravili, upravljanje s procesom dela, ko-
munikacija in obveščanje. Razvili smo osnovno rešitev, ki jo lahko ponudimo
potencialnim strankam. Uporabnikom zmanǰsamo odvisnost od uporabe sto-
ritev, saj je večina odvisna od uporabe več storitev hkrati za doseganje istih
ciljev, ki jih lahko dosežejo z uporabo naše storitve, ki je po vrhu vsega še
prosto dostopna. Ob tem pa organizacijam prihranimo ogromno stroškov,
kar ima velik vpliv predvsem pri začetnih organizacijah.
Aplikacijo smo dali v testiranje bodočim uporabnikom, ki so aplikacijo te-
stirali in na podlagi svoje uporabnǐske izkušnje poslali predloge za izbolǰsave.
Na podlagi predlogov smo dodali na nadzorno ploščo organizacije hiter pre-
gled, preko katerega si lahko ogledamo statistiko organizacije in trenutno
aktivne uporabnike. Ugotovili smo, da se uporabniki z uporabo funkcional-
nosti preko spustnih menijev, ne znajdejo dobro, zato smo jih prestavili v
vrstični prikaz, kjer so prikazane z ikonami. Velika verjetnost obstaja, da se
uporabnik ob koncu dela pozabi odjaviti od dela, zato smo v ta namen dodali,
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da se v primeru, ko je uporabnik prijavljen na delo, v glavi spletne aplikacije
prikaže zeleno utripajoč krogec, ki uporabnika opominja, da je prijavljen na
delo. Dodatno smo izbolǰsali še izgled grafičnega uporabnǐskega vmesnika in
odpravili napake, ki smo jih pri razvoju in testiranju spregledali.
5.1 Nadaljnje delo
Razvoj aplikacije še ni zaključen. V sklopu delovnega procesa je v načrtu
še izdelava urnikov, kar bi uporabnikom omogočalo bolǰsi delovni proces in
pregled nad delovnikom celotne organizacije. Za izbolǰsanje procesa komuni-
kacije se bo razvil forum, kar bi uporabnikom omogočilo objavljanje in odpi-
ranje raznih tem, kot so ideje, pomoč, diskusija ali karkoli drugega. V načrtu
je tudi nadgradnja obstoječih funkcionalnosti, kot je beleženje dejavnosti za
vsakega uporabnika, kategoriziranje opravil, skupinski klepeti, dodatni in po-
sodobljeni filtri za iskanje vsebine in še veliko drugega. V prihodnosti želimo
organizacijam in uporabnikom omogočiti iskanje novih zaposlitev s tem, da
bi organizacijam omogočil ustvarjanje javnih strani, preko katerih bi obja-
vljali članke, prosta delovna mesta in gostili javen forum, kar bi vplivalo na
komunikacijo s strankami in pridobivanje novih strank. Poleg vsega tega pa
pride v poštev še dodatno testiranje, optimizacija in odpravljanje morebitnih
napak. Uporabnǐski vmesnik se bo najverjetneje še posodabljal in izbolǰseval
v procesu razvoja v prihodnosti.
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