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gram form in Fig. 3 . From left to right these include 1) a 12-bit input-output data bus with separate input -output strobe pulse capability, 2) 2 hardwired device-select channels arbitrarily set as devices 32 and 33, from each of which can be obtained up to 7 event -time pulses, 3) 4 track/ hold circuits that are not hardwired internally, 4) sockets for the BTP3 pulse output from the CPU, 5) sockets for the 3 input lines CO/C I/C2 to the CPU, 6) a 4-channel multiplexer which is also independent of any intemal wiring, 7) sockets for Set, Clear, or Check pulse inputs activating the Skip or Interrupt lines, 8) a 10-bit ADC with a strobe input and separate bus drivers to the data bus, 9) 2 strobed 10-bit DAC's with inputs driven by buffers from the data bus, and 10) a variable speed clock circuit and output kHz) which can be in a free-running mode, or started and stopped by control signal application. Five such PDP-8/A classic minicomputers and interfaces are in use at this time. The cost of materials for each interface system, including cabinet, panels, components, etc., but excluding TTL logic plug-in modules is about $600. The cost of materials for each of the latter units is in the order of $5.
V. CONCLUSIONS
Details have been given of the methodology and hardware used in the teaching of minicomputer interfacing techniques to electrical engineering undergraduates at McMaster University. The system implementation as described has been based upon a particular minicomputer series. The approach, however, should be generally applicable to any modern minicomputer system, and to at least some types of microprocessors. Indeed, at this time the design of a panel has been initiated for use with the DEC MPS microprocessor. In general, the major burden of meeting the requirements for these systems has fallen on the flexibility of software. Software properly designed tailors the computer system to the needs of the application. The increases in hardware speed and capacity and its employment in new disciplines has magnified the demands on the design, development, and maintenance of computer software. These increasing demands on software coupled with the increased complexity of new systems has resulted in rising software costs. In 1971 the Air Force estimated their software expenses to be 1 to 1.5 billion dollars, which is about three times the expense of computer hardware [1] . DoD has recently estimated its annual expenditures on software to be at least $3 billion [2] .
This increased software complexity and cost has placed many demands on all areas associated with digital systems development. Possibly the most significant impact has been on personnel development. Successful software development, operation, and support requires coordinated actions of individuals with a variety of skills. Those involved must understand the nature and methods of software. This need has given rise to the area termed software engineering and to the investigation of possible educational programs to satisfy this requirement for managers and engineers.
The Air Force Institute of Technology (AFIT), together with organizations responsible for the design, development, and maintenance of software, conducted a comprehensive study to explore needs and approaches in satisfying software engineering educational requirements within the Air Force. This effort approached the task by addressing the three facets of software engineering education requirements: type of student, their function, and position ( Fig. 1) .
First the type of student was considered. In addition to fulltime degree students, one must consider the needs of the practicing manager or engineer who requires education in software engineering methods to remain productive in the digital environment. As a minimum the individual whose systems are becoming increasingly dependent on digital systems must develop a capability to communicate with the software developer. The real goal, of course, is for the individual to move from the familiarity level of learning to the application level. Based on the extensive experience at AFIT with "short courses," it has become evident that if one relies exclusively on such abbreviated programs the student will not progress much past the familiarity level of learning. Thus, to accomplish the desired capability, it was concluded that both full-time and continuing education students must attend normal quarter (or semester) credit courses. The only exception to this has been at the executive level whose time constraints and level of learning requirements dictate a "short course" program.
The second facet is the function performed. A systematic software engineering program must address the needs of not only the developer but also the maintainer and user of large software systems. This is particularly evident in the Air Force organizational structure (e.g., systems, logistic, and operating commands), but is equally true for the industrial environments. This consideration primarily effects the examples employed and projects assigned rather than the objectives and topics of the curriculum.
The fmal and most influencing facet is position or level at which an individual performs. The educational needs of executives, managers and engineers are different. This difference is reflected in the educational objectives which were the impetus for the curricula developed. The resulting educational objectives are as follows. Executive: The objective is for each student to know the terminology employed in systems software management and development, the nature of software management and development, the software development/acquisition cycles, and the associated problems and approaches involved with its acquisition and maintenance.
Manager: The objective is for each student to understand and be able to apply the procedures and techniques involved with the planning, procuring, and supporting of complex system software.
Engineer: The objective is for each student to understand and be able to apply the tools, techniques, and methods used in the development of complex computer software projects.
Programs titled executive overview of software, software acquisition, and software engineering were developed to meet these objectives, and are discussed in the following sections.
EXECUTIVE OVERVIEW OF SOFTWARE A six hour "short course" was developed to satisfy this requirement. Although the need for similar courses is universal, their realization is very dependent upon organizational operating procedures in contrast with the acquisition and engineering curricula. The executive overview of software course encompasses the following. The final course in the software engineering sequence is a project where the students develop, integrate, and validate a pedagogical software system so that they may understand the problems, approaches and solutions to developing real-time online system software. These projects take the student through the software development cycle using the software engineering tools and methods presented in early courses. The workshop sessions enforce the importance of coordinating group efforts and the difficulty of system integration and interface definitions.
Although theoretical courses emphasizing the mathematical foundations of software are not an integral part of the software engineering curriculum, they are strongly recommended as elective courses. AFIT courses such as graph theory, format theory of languages, discrete mathematics, and the mathematical theory of computation have provided students with an indepth understanding of the mathematical theory underlying modern software tools and techniques.
RESULTS AND CONCLUSIONS
The three level program outlined above has been adopted. The manager who requires an introductory understanding of computer hardware and software structures and the management methods associated with software development can acquire it in two quarters (2 courses). The engineer who desires an extensive background in software systems and methods can acquire it in one year with the program presented by enrolling in one course each quarter. The interrelationship of the courses for the Software Acquisition and Engineering Curriculums is shown in Fig. 3 . The bibliography contains a partial listing of the software acquisition and engineering material currently utilized in these curricula.
Although these programs are directed toward the design of military systems, the overall approach is directly applicable in a wide variety of areas. For example, students completing the full time graduate program including early versions of courses described above, have successfully completed an extensive masters thesis encompassing a broad spectrum of applications. These theses are conducted in support of development of organizations and constitute a direct contribution to their mission. A typical cross section of AFIT thesis topics including sponsor are:
Computer Upon graduation these students have assumed important responsibilities involving the development, maintenance, and acquisition of major software systems.
