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How to Solve it by Computer. By R.G. Dromy. Prentice-Hall International Inc., 
London, 1982,464 pp. 
The purpose of this book, which assumes a basic knowledge of Pascal, can best 
be gleaned from an extract of the preface: 
The inspiration for this book has come from the classic work of Polya on general and mathematical 
problem-solving. . . Much of Polya’s work is relevant in the new context [of computing science] but, 
with computing problems, because of their general requirements for iterative or recursive solutions, 
another dimension is added to the problem-solving process. If we can develop problem-solving skills 
and couple them with top-down design principles, we are well on the way to becoming competent at 
algorithm design and program implementation. Emphasis.. has been placed on presenting strategies 
that we might employ to ‘discooer’ efficient, well-structured computer algorithms. 
The book is thus aimed at teaching the use of sound principles and strategies in 
program development. It assumes a knowledge of Pascal. The first chapter gives a 
general overview of a number of topics: computer problem-solving (9 pages), 
including problem definition, the use of specific examples, the use of solutions to 
similar problems, working ‘backwards’, divide and conquer, top-down design, and 
breaking a problem into subproblems; construction of loops (4 pages); problems 
of documentation, modularity, and program testing (5 pages); program verification, 
including the use of loop invariants (10 pages); and analysis of execution time (10 
pages). 
Each of the next chapters discusses in detail the development of several 
algorithms. The titles of the chapters, with some additional information, will suffice 
to give an overview of the content: 
Chapter 2: Fundamental algorithms [with emphasis on formulating iterative 
solutions]; 
Chapter 3: Factoring methods [e.g. square-root approximation, gcd, prime num- 
ber generation]; 
Chapter 4: Array techniques [e.g. reversing, partitioning an array]; 
Chapter 5: Merging, sorting and searching [including hashing techniques]; 
Chapter 6: Text processing and pattern searching; 
Chapter 7: Dynamic data structure algorithms [linked lists, binary trees]; 
Chapter 8: Recursive algorithms [e.g. tree traversal, quicksort]. 
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Each algorithm is presented very well and in a uniform manner. First is a thorough 
discussion of its development. Next is the afgorithm description-the algorithm 
written in English as a sequence of steps, much like those of Knuth in his 7-volume 
series but without the use of the goto. Following this is a Pusca[ impfementution, 
with most of the loops annotated with informal invariants. Ending the presentation 
are Notes on desigr, which for the most part are very well done, and Supplementary 
problems for the reader to try. 
The book covers a large range of problems central to computer science, and 
there is a good selection of supplementary problems for the reader to try. 
From what has been said thus far, one might conclude that HOW to Solue it by 
Computer is a well-organized and well-written book on the development of pro- 
grams, and in many respects it is. However, this reviewer, at least, finds it out of 
date, in the sense that ideas on developing proof and program hand-in-hand-which 
are eight or nine years old now-are not discussed. True, each loop is annotated 
with an informal invariant, but there is little discussion of how the invariant was 
found and absolutely no use of the invariant in developing the loop. 
This omission of ideas in developing proof and program hand-in-hand contributes 
to unnecessary wordiness. For example, the development and discussion of a 
binary-search algorithm takes over nine pages, while it need take only one or two 
once the necessary foundations on correctness and development have been laid. 
The development of a gcd algorithm takes six pages, after which the author gives 
another, since the algorithm first developed “is not easy to prove correct because 
it does not have a suitable invariant relation”. 
I would also hope that, with inspiration from Polya, each strategy and technique 
used in developing algorithms would be clearly stated and emphasized with several 
examples of its use. However, this is not the case. There is no attempt to show a 
general trend or pattern for thinking about program development. There is no 
careful review and explanation of the strategies employed, so the reader is left to 
draw its own conclusions about developmental strategies. The author should not 
be faulted too much for this. He has dealt better with program development than 
most authors; it is just that the topic is so difficult. 
In summary, this book is to be recommended for those who feel that the technical 
details of proving programs correct are too much for their students and that their 
students can best learn about program development from informal discussions. 
However, the book will be disappointing for those who feel that correctness ideas 
are important for the development as well as the final program. 
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