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El uso de energías renovables ha ido en aumento en los últimos años. En 2015 
se firmó el acuerdo de Paris en el que los países firmantes se comprometen a 
que la temperatura global no aumente más de 2ºC. Con el objetivo de reducir 
los gases de efecto invernadero, las energías renovables pueden ser un gran 
aliado. En el presente proyecto se investiga la optimización de los parques 
eólicos, cuya potencia instalada se prevé que vaya en aumento en las 
próximas décadas.  
 
El objetivo es desarrollar una metodología de optimización de los parques 
eólicos. Dos modelos de parques eólicos se han tenido en cuenta: los situados 
mar adentro y los que se encuentran dentro del territorio, ya sea en terrenos 
llanos como en montañosos.  
 
Para los parques eólicos que están en el mar se ha propuesto el uso de un 
algoritmo genético para optimizarlos, que también ha resultado ser útil para 
aquellos parques que se encuentran en terrenos llanos. 
 
Para los parques que se sitúen en terrenos montañosos se propone el uso de 
OpenFoam, con el objetivo de hacer un estudio CFD del terreno para luego 
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The use of renewable energy has been increasing in recent years. In 2015, the 
Paris agreement was signed in which the signatory countries are committed to 
the fact that the global temperature does not increase more than 2ºC. In order 
to reduce greenhouse gases, renewable energy can be a great ally. This 
project investigates the optimization of wind farms, whose installed capacity is 
expected to increase in the coming decades. 
 
The objective is to develop an optimization methodology for wind farms. Two 
models of wind farms have been taken into account: those located offshore and 
those within the territory, whichever on flat or mountainous terrain. 
 
For the offshore wind farms, the use of a genetic algorithm has been proposed 
to optimize them, which also has been useful for those wind farms that are in 
levelled terrains. 
 
For wind farms located on mountainous areas, the use of OpenFoam is 
proposed, with the aim of doing a CFD study of the terrain and then locating 
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PREFACE 
In recent years, the increasing risk of the global warming is making the people to 
think again about the world we would like in the future. The dangers are well 
known: raise of temperatures, desertification, raise of the sea level, etc. We need 
to reduce greenhouse gases emissions, but first, it is necessary a transition to a 
new model. The 2015 United Nations Climate Change Conference (COP 21) 
negotiated the Paris Agreement, which was the global agreement on the limitation 
of the increase of temperature to 2ºC compared to the pre-industrial levels. By 
these days, 160 countries have ratified the Paris Agreement. 
 
In addition to the ecological fact, uncertainty of fuel prices is making governments 
and companies to invest more in renewable energies, which now could be more 
profitable than ever. 
 
Therefore, now is the best historical moment to change the energy productive 
model to a more independent one, which does not depend on third-party 
countries. 
 
Perhaps one of the most important and promising renewable energy source is 
wind. Using wind farms, we can recollect wind energy and transform it using a 
single or a group of turbines, which convert the mechanical energy of the wind to 
electrical energy, suitable to distribution. 
 
As we can see in the Figure 1, there has been a strong increase in the wind 
energy production during the last years. Following this tendency, we could expect 
that use of wind energy will become more important in the next years. 
 
 




Given the potential of wind energy, wind farms optimization is an important topic 
for the scientific community. Figure 2 shows the number of results obtained 
searching on Google Scholar publications with the terms "wind farm layout 





Figure 2: Publications containing "wind farm layout optimization". Reference [2] 
 
Considering that land is a limited resource and the big cost involved in wind farms 
there is an increasing need of methods to optimize the way the wind farms are 
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CHAPTER 1: INTRODUCTION 
 
1. State of the Art 
 
The first steps in wind farm optimization started during the 1980s, then research 
was mostly focused on the large scale aerodynamic performance of wind turbines 
and the wake effect along the field, see [3] and [4]. From these papers we will 
derivate, in Chapter 2, the most used aerodynamic model in wind farm literature, 
namely the Jensen Model. 
 
Later, in the 1990s, Wind Farms began to interest the scientific community of 
optimization, resulting in one of the first and the most referenced paper in this 
subject [5]. This paper explains the results of using a Genetic Algorithm approach 
to the wind farm optimization problem. The basics of the Genetic Algorithm will 
be developed in the Chapter 2 of the present project. 
 
Paper [5] was revised ten years later by [6]. This study gave contradictory results 
and helped to find another solution to the problem. The present project will explain 
the methodology in detail as well as discuss the solution in Chapter 2. Also, we 
have developed our own algorithm following the same basis as [5] and [6] with 
the objective of determining which of the two was the correct one. 
 
Some years after, many improvements of the Jensen Model have been proposed, 
for example in [7]. These improvements try to expand the results on the overall 
performance of the cluster of turbines. The problem is that they make the Jensen 
model more complex and thus the computation time is increased. 
 
An excellent recompilation of all the advancements of Wind Farm Optimization 
since the first years until 2008 can be found in [8]. This paper also is used as a 




Figure 3: Research areas inside Wind Farm Optimization. 
 
Today, the research areas could be divided into three paths, see Figure 3.  
 
4 Chapter 1: Introduction 
 
The first path, the Wind Farm Siting Optimization Problem, is the discipline that 
study where is the best place to build a wind farm. Several factors are involved in 
these studies, for example, the climate, the annual wind distribution, the ease to 
access to certain terrain, the construction costs, etc. 
 
The second path, known as Wind Farm Layout Optimization Problem (WFLOP) 
consist in optimally positioning the wind turbines inside a wind farm. It considers 
the aerodynamic wake effects and, in addition, it is possible to select an optimal 
number of turbines according to the economic effects. 
 
The third; Turbine Optimization is the subject that studies how to improve the 
turbines used in wind farms so they can produce the maximum power. 
 
It is worth to mention that nowadays exist several commercial software that are 
capable of such analyses. For instance, WAsP is a software developed by the 
Denmark Technical University [9]. It performs wind resource assessment, turbine 
siting and energy field calculations. 
 
Despite the existing software, we are going to develop our own code to perform 
the analysis. We think it is the best way to learn this wide discipline. For achieving 





The objectives of this project are: 
 
1. To check the validity of results obtained in either [5] or [6]. As they got 
different results using the same method. 
2. Assess about a preliminary optimization of wind farms for offshore wind 
farms, we will try to optimize the position of turbines and their number. 
3. Develop a method, using Computational Fluid Dynamics, for optimizing 
the position of onshore windfarms. 
 





Two main blocks will be developed: the offshore and the onshore optimization. 
Both cases are structured similarly, based on the next schematic: 
 
• First, the advantages and weaknesses are discussed on the Motivation 
subchapter. 
• Second, the preparation of the problem is explained.  
• Third, the problem is solved. 
• Finally, the results and conclusions are discussed. 
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The offshore case, covered in Chapter 2, will be considered as a WFLOP just as 
references [5] and [6], and it will be optimized using a Genetic Algorithm and the 
Jensen Model. This model has one big disadvantage though: it is only useful for 
smooth terrains. For mountainous areas, a different study must be carried out. 
 
To overcome this limitation, we propose the use of Computational Fluid Dynamic 
jointly with terrain modelling. As a result, we will consider it as a Wind Farm Siting 
Optimization Problem. We have not find any reference about this topic, so the 
method developed in this study will be our proposal to that discipline. The reader 
will find the analysis in Chapter 3. 
 
Finally, Chapter 4 contains the conclusions of the project. 
 
The Annexes cover useful information about the code and other experiments not 
included in the main text for space restrictions. 
 
 
6 Chapter 2: The Offshore Wind Farms 
 
CHAPTER 2: THE OFFSHORE WIND FARMS 
1. Motivation 
Offshore wind farming has one important advantage: it is far from inhabited 
zones, and thus the environmental problems caused to the population are 
reduced. Consequently, many governments are engaging companies to develop 
offshore wind farms. 
 
However, several problems must be solved when constructing an offshore wind 
farm. The first one is the big infrastructure necessary for the transportation of the 
energy to the mainland. Also, big losses of energy are expected because of the 
large distances covered from the source to the consumers. 
 
Therefore, it is extremely important to optimize as much as possible the design 
parameters of the wind farm, whose parameters are mainly two: the position and 
the number of wind turbines. 
 
In this chapter, a method for determining the best position and the number of 
turbines is developed. The optimization is achieved by means of a Genetic 
Algorithm (GA). 
 
When looking for the optimum of a problem, there are three possible strategies, 
see Figure 4. One possibility could be to try all possible combinations and then 
select the best one, using the so-called Brute Force strategy. Unfortunately, this 




Figure 4:Strategies to solve an optimization problem. 
 
 
Another option could be to model the whole problem in an equation and try to 
solve the maximum or minimum optimization problem by analytic methods. The 
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difficult part in this case is to model a complex problem in a single equation and 
to do the appropriate derivatives, if they exist, in order to find the optimum. 
 
A stochastic algorithm is like a brute force method, but instead of trying all the 
possibilities, it tries only some of them. The selection of the combinations is 
random (stochastic), and the algorithm is the responsible of ranking them 
according to the value returned by the Objective Function (OF). The OF is a 
mathematical equation defined by the user and it is in charge of “filtering” the 
combinations. 
 
The Genetic Algorithm follows the stochastic idea and also modifies the criterion 
of selection, from the pure randomness of the initial iteration to the optimum 
solution, following an evolution-like process, where the best candidates are 
selected for the next iteration. Figure 5 shows a road map for the Genetic 
Algorithm. 
 
The algorithm starts ranking the initial random candidates with the OF. Then 
some of them are selected for reproduction, the selection is made by means of a 
selection algorithm which is a random process to select the candidates, giving 
priority to those that obtained the best evaluation on the OF process. 
 
Next, the reproduction algorithm “reproduces” the candidates by mixing their 
qualities. This way, the best of the two candidates should be preserved for the 
next generation. Sometimes, the offspring of two good fitted parents might not be 
as good as their predecessors but, in the other hand, they could be much better.  
 
Finally, in order to include diversity, the algorithm also performs mutations on 




Figure 5: Genetic Algorithm Road Map. 
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If the algorithm makes this operation generation over generation, the whole 
population will usually converge to an optimum population, since the “least 




2. Preparation of the problem 
The GA will be implemented in MATLAB. The toolbox “gatoolbox” will be the 
baseline, in order to save time in programming activities. Although the baseline 
is already done, it will be necessary to invest time developing the specific 
implementation of the exercise. The first task to accomplish is to codify the 
problem in a “Genetic Algorithm language”. 
 
Wind turbines have an operating constraint in distance; for that reason, the terrain 
is divided in squares of length of 5 turbine rotor diameters. Below 5 diameters, 
the turbulence is high enough to cause high fatigue to the turbine structure, 
increasing thus the risk of damage. 
 
Consequently, the terrain is discretized into squares as in Figure 6, in each of 
these squares, a turbine can be either placed or not. The Genetic Algorithm will 
be the responsible of deciding whether to insert a turbine in one square according 
to the objective function evaluation.  
 
The evaluation of each layout of turbines is computed at every iteration and only 




Figure 6:Discretized terrain. The turbine will be positioned in the centre of each square. 
 
 
Taking advantage of this discretized terrain, the use of coordinates ‘x’ and ‘y’ on 
the map has been avoided to simplify the computation of the algorithm. Instead, 
an array of ones and ceros will be used to store the information about the position 
of the turbines. The array will define the layout of turbines by putting a one when 
a turbine exists in that position, and a cero if not. This methodology is the same 
as the one used in references [5] and [6]. 
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Figure 7 and Figure 8 show an example of this transformation, from the wind farm 
layout to the array of ones and ceros. 
 
 
Figure 7: Discretized array. Notice the substitution of the coordinates by the array. 
 
To understand how this array is created, let us start the algorithm considering a 
square of 2000 per 2000 m and the following constants: 
 
• Rotor diameter: 40 m 
• Length of a discretized square:  5 times -the security margin- the rotor 
diameter, that means 200 m 
 
Therefore, there are 10 squares in the ‘x’ coordinate and 10 in the ‘y’ coordinate, 
making 100 squares in the terrain. We will have 100 positions in our field and 
each one could be one or cero. 
 
Accordingly, we could use a total of 100 factorial combinations, exactly 9.3×10157, 
which are a completely unfeasible number of trials if we want to select the 
optimum one by brute force. The goal of the genetic algorithm is to compute the 
optimum with much less trials, saving time and resources. 
 
Continuing with the codification of the layout in the array, it will be done starting 
from the lower left square of the layout and continuing throughout the column, 
then the operation continues to the next column. Figure 8 shows how it is done. 
 
 
Figure 8: Codification of the real layout to the array. Later this array is filled with ones and ceros. 
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𝑙𝑎𝑦𝑜𝑢𝑡 = [1𝑠𝑡 , 2𝑛𝑑 , 3𝑟𝑑 ··· 100𝑡ℎ] 
 
The first step consists in initializing a population of layouts; here we can choose 
a number ‘N’ of layouts of turbines. The experience says that the bigger the 
number of layouts the faster the algorithm converges, but the user must be aware 
that a large ‘N’ typically uses a lot of memory, and eventually the computer may 
crash. 
 
Finally, the population vector is named Chromosome and it has the following 
codification. 
 






where N is, as explained before, the number of layouts, and ‘maxPos’ is the 
number of cells that the field has, in this case 100. The chromosome is filled with 
values that can be either a one or a cero depending whether a turbine exists or 
not, respectively, in the corresponding cell. 
 
Later, the algorithm computes the energy generated by each layout. For this 
purpose, an aerodynamical model is needed. 
 
 
3. Aerodynamics: The Jensen Model 
Wind turbines extract energy from the wind field. To create a realistic simulation, 
we need to use a good aerodynamic model. Jensen model is simple, suitable for 
a fast computation algorithm and accurate enough for this application. In this part, 
we will set the principles out of the Jensen model. Our derivation is based on 
references [3] and [4]. First, we are going to show how the formulae used in 
Jensen model is obtained. 
 
Imagine wind hitting an object, it obviously generates a perturbation on the wind 
field. This perturbation is called a wake and it has a turbulent and unpredictable 
behaviour, see Figure 9 and Figure 10. Jensen model, instead of focusing on this 
turbulent behaviour, tries to account for the total loss of velocity of the wind. This 
approach simplifies the equations obtained while maintaining the initial interest of 
the Wind Farm Problem, that is, the power generated by the turbine, which 
depends on the wind speed crossing perpendicularly the turbine. 
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Figure 10: Turbulence generated by a turbine [10] 
 
 
Figure 11 shows the case where the wind hits the turbine perpendicular to the 
plane of rotation of the blades: 
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Figure 11: Wave diagram. Extracted from [4] 
 
Let us consider that momentum is conserved inside the wave, therefore, 
conservation equation can be used to compute the velocity downstream. If we 
use momentum balance with a point just behind the turbine and some other point 
in a distance ‘x’ downstream the turbine, see Figure 11, we obtain equation  
 
𝑀𝑜𝑚𝑒𝑛𝑡𝑢𝑚 𝑗𝑢𝑠𝑡 𝑏𝑒ℎ𝑖𝑛𝑑 𝑡ℎ𝑒 𝑡𝑢𝑟𝑏𝑖𝑛𝑒 = 𝑀𝑜𝑚𝑒𝑛𝑡𝑢𝑚 𝑑𝑜𝑤𝑛𝑠𝑡𝑟𝑒𝑎𝑚 
 
𝜋 · 𝑟0
2 · 𝑢0 + 𝜋 · 𝑟(𝑥)
2 · 𝑢∞ − 𝜋 · 𝑟0
2 · 𝑢∞ = 𝜋 · 𝑟(𝑥)




𝑟0 ≡ 𝑤𝑎𝑘𝑒 𝑟𝑎𝑑𝑖𝑢𝑠 𝑗𝑢𝑠𝑡 𝑎𝑓𝑡𝑒𝑟 𝑡ℎ𝑒 𝑡𝑢𝑟𝑏𝑖𝑛𝑒 
𝑢0 ≡ 𝑤𝑎𝑘𝑒 𝑠𝑝𝑒𝑒𝑑 𝑗𝑢𝑠𝑡 𝑎𝑓𝑡𝑒𝑟 𝑡ℎ𝑒 𝑡𝑢𝑟𝑏𝑖𝑛𝑒 
𝑟(𝑥)  ≡ 𝑟𝑎𝑑𝑖𝑢𝑠 𝑖𝑛 𝑓𝑢𝑛𝑐𝑡𝑖𝑜𝑛 𝑜𝑓 𝑡ℎ𝑒 𝑑𝑜𝑤𝑛𝑠𝑡𝑟𝑒𝑎𝑚 𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒 ′𝑥′ 
𝑢∞ ≡ 𝑓𝑟𝑒𝑒𝑠𝑡𝑟𝑒𝑎𝑚 𝑤𝑖𝑛𝑑 𝑠𝑝𝑒𝑒𝑑 
𝑢(𝑥) = 𝑤𝑖𝑛𝑑 𝑠𝑝𝑒𝑒𝑑 𝑖𝑛 𝑓𝑢𝑛𝑐𝑡𝑖𝑜𝑛 𝑜𝑓 𝑡ℎ𝑒 𝑑𝑜𝑤𝑛𝑠𝑡𝑟𝑒𝑎𝑚 𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒 ′𝑥′ 
 




2 · 𝑢0 + 𝑟(𝑥)
2 · 𝑢∞ − 𝑟0
2 · 𝑢∞
𝑟(𝑥)2








− 1)] (2) 
 
Let us consider that the wake propagates linearly, this means, the wave radius 
will grow in the following manner: 
 
𝑟(𝑥) = 𝛼 · 𝑥 + 𝑟0 (3) 









𝑢(𝑥) = 𝑢∞ · [1 + (
𝑟0


























) is defined as the velocity reduction just behind the turbine but can 
also be expressed in terms of the thrust coefficient 𝐶𝑇, a widely used parameter 





= 1 − √1 − 𝐶𝑇 (6) 
 
𝑢(𝑥) = 𝑢∞ · [1 −
1 − √1 − 𝐶𝑇






Now, the empirical results can be compared with the model results in order to test 
their accuracy. Let us consider a 20 m rotor radius turbine, a wind speed of 8.10 
m/s and a thrust coefficient of CT = 0.888. 
 
The wake parameter α will be computed by means of the semi-empirical law, 











Where ‘ℎ’ is the height of the turbines and ‘𝑧0‘ is the surface roughness. Table 1 
shows examples of surface roughness for different types of terrain. 
 
For instance, we will select a turbine of 40 m high and a terrain with 0.25 m of 
terrain roughness, corresponding a place where there are some scattered 
obstacles, e.g. some trees. 
 




Table 1: Surface roughness for different types of terrains [11] 
 
In addition, the rotor radius just behind the turbine is corrected from Betz theory: 
 
𝑎𝑥𝑖𝑎𝑙 𝑖𝑛𝑑𝑢𝑐𝑡𝑖𝑜𝑛 𝑓𝑎𝑐𝑡𝑜𝑟 ≡  𝑎 =









With these changes, the velocity equation ‘𝑢(𝑥)’ is now: 
 
𝑢(𝑥) = 𝑢∞ · [1 −
2𝑎






Using this equation, the results shown in Table 2 are obtained. The empirical data 













40.00 3.95 3.96 0.25 
100.00 5.03 5.16 2.58 
Table 2: Jensen model vs. empirical results comparison. 
Class Short terrain description z0 [m]
1 Open sea 0,0002
2








Low crops; occasional large 
obstacles
0,1
5 High crops; scattered obstacles 0,25
6
Parkland, bushes; numereous 
obstacles
0,5
7 Regular  large obstacle coverage 1
8
City centre with high- and low-
rise buildings
2
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Considering different positions downstream, the reduction of speed can be 








[% of the 
freestream 
speed] 
200 47,95 23,09% 
400 67,65 11,60% 
600 87,35 6,95% 
800 107,06 4,63% 
1000 126,76 3,30% 
Table 3: Speed reduction along 1000 m downstream the wave. 
 
Table 3 shows that a turbine situated 200 m downstream will be affected by a 
speed reduction of a 23.09% of the free stream speed, whereas a turbine located 
400 m, by 11.60%, and so on.  
 
When two or more wakes interact, the resulting velocity deficit can be computed 





2 + ⋯ (10) 
 





,         0 < 𝑉𝑒𝑙𝑑𝑒𝑓𝑖𝑐𝑖𝑡 < 1 (11) 
 
Considering a row formed by 6 turbines separated by 200 m, Table 4 shows the 




Distance from the 
first turbine [m] 
Speed Deficit [% of 
the freestream 
speed] 
1 0 0,00% 
2 200 23,09% 
3 400 25,83% 
4 600 26,75% 
5 800 27,15% 
6 1000 27,35% 
Table 4: Line of turbines and speed deficit. 
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In the last years, this model has been improved; for example, reference [7] 
proposes three enhancements: 
 
• Partial Shadowing: the actual model only focuses on total shadowing, 
where a turbine could be inside or outside the wake formed by another 
turbine. However, a turbine could be just in partial shadowing. Reference 
[7] suggests that partial shadowing could represent about 30% of the 
frequency in a wind farm. 
• Non-constant wind: when wind speed changes, there is also a time gap 
between the first turbines and the last ones. For this reason, we should 
consider the propagation of the wind along the farm field. 
 
All these improvements are focused on the performance of the cluster. As we 
have seen, the results of the model itself in the ideal case are good enough. 
Nevertheless, as these “real” errors propagate downstream the field, it could lead 
to bad results on the overall performance. Despite this fact, in the present work, 
such enhancements will not be used because the time to develop all this work 
would not be worth the improvement of our limited ideal case. However, when 
optimizing a big wind farm, it is important to consider these improvements. 
 
In the end, the objective of the Jensen Model is to compute the speed in every 
location of the field. Once it is obtained, the approximated power produced per 
turbine can be calculated by the law of Equation 12, extracted from [8]. Where 
the velocity is in m/s and the power is in kW. 
 
𝑃𝑜𝑤𝑒𝑟 = 0.3 · 𝑢(𝑥)3 (12) 
 
Following the example of Table 4, considering a freestream speed of 15 m/s, 
Table 5 shows the calculated speed that each turbine inside the wake sees, and 
the power generated by the turbine. 
 
 
Freestream wind speed of 15 m/s 
Turbine 
number 
Distance from the 
first turbine [m] 
Speed Deficit [% of 
the freestream 
speed] 




1 0 0,00% 15,00 1012,50 
2 200 23,09% 11,54 460,71 
3 400 25,83% 11,12 413,06 
4 600 26,75% 10,99 397,88 
5 800 27,15% 10,93 391,44 
6 1000 27,35% 10,90 388,22 
Table 5: Power generated by each turbine in the line. 
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Therefore, the total power generated by the layout of turbines of the example, in 
Table 4 and Table 5, is the sum of the power generated by each turbine, that is 
about 3 MW. 
 
The function ComputePower(), see computePower.m in Annex A, is the MATLAB 
implementation of this aerodynamic model. It uses the layout matrix of ones and 
ceros and the number and length of downstream squares to calculate the velocity 
deficit along the field. 
 
First, it calculates the speed reduction caused by the wake. All these reduction 
coefficients are saved in the array 𝑉𝑑. The upper part of Figure 12 shows the 
linear expansion of the wake radius and the lower part; the speed reduction 
throughout the wake. The arrows are the positions of the 𝑉𝑑 array, which each 
one corresponds to a position and a speed reduction value. We can see how the 
influence of the turbine is reduced with the distance. 
 
 
Figure 12: Speed Reduction and radius through the wake. 
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The second step is to sum all the influences of a given position and to generate 
a matrix of the reduced velocity field. So, if a certain position has two turbines in 
front, one at 200 m and another at 800 m, we have to sum the squares of their 
influences to get the resultant.  
 
The third and last step is to multiply the reduced velocity field and the freestream 
velocity to obtain the real velocity field. From the velocity, we can compute the 
power matrix and the total power output.  
 
The power generated by a Wind Farm is one of the key parameters of the 
optimization. The other one is cost. We want the power to be a maximum while 
keeping the cost to a minimum. This is the real optimization process. 
 
In the following section, we will deal with the objective function (OF). A function 
will be selected to evaluate the combination of power-cost in order allow the 
algorithm to evaluate each layout. 
 
 
4. Objective Function 
A second key parameter, in addition to the total power generated, is the amount 
of money that is necessary to produce this power. In this section, we will match 
the cost and the production in a single equation. This equation is known as 
Objective Function (OF) and it is the basis of the optimization, whether we want 
to give more importance to the cost rather than the production, the OF will be 
different and, consequently, the result will not be the same. 
 
In any case, the OF will consider that the more power generated the better, and 
the more cost the worse. 
 
𝑂𝐹 =  
1
𝑃𝑜𝑤𝑒𝑟
· 𝜃1 +  
𝑐𝑜𝑠𝑡
𝑃𝑜𝑤𝑒𝑟
·  𝜃2   , 𝑤ℎ𝑒𝑟𝑒  𝜃1 +  𝜃2 = 1 𝑎𝑛𝑑 𝜃1, 𝜃2 > 0 (13) 
 
Equation 13 is the OF we want to minimize, the first part of the equation is 
inversely proportional to the power generated and the second part is proportional 
to the cost – benefit generated. The importance of each part of the equation is 
calibrated with the weights 𝜃1 and 𝜃2. 
 
The cost is computed with the following equation extracted from [8]. 
 










Where ‘𝑁𝑡𝑢𝑟𝑏’ is the number of turbines installed on the field. The cost of a turbine 
decreases as ‘𝑁𝑡𝑢𝑟𝑏’ increases, reflecting the economies of scale considerations. 
 
Following the example of Table 5, the cost of 6 turbines is: 
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) = 5.88 𝑐𝑜𝑠𝑡 𝑢𝑛𝑖𝑡𝑠 (15) 
 
And the OF evaluation, considering 𝜃1 = 0.1 and 𝜃2 = 0.9. 
 
𝑂𝐹 =  
1
3000
· 0.1 + 
5.88
3000
·  0.9 = 1.79 · 10−3 𝑤𝑜 𝑢𝑛𝑖𝑡𝑠 (16) 
 
 
5. The Results 
Now, we are going to test the model with the [5] and [6] experiments. Then we 
will contrast them. 
 
To start with the Genetic Algorithm, first we need to complete the chromosome 
matrix, determining a number of ‘individuals’. Reference [6] suggests us to use, 
a minimum of ‘√𝑛 ‘ individuals and spread them over ‘2 · √𝑛’ subpopulations, 
where ‘𝑛’ is the number of variables to be optimized, in this case 100, thus the 
number of individuals will be 10 spread over 20 subpopulations. 
 
Another important parameter is the number of generations to ensure the problem 
convergence, given that the GA is an iterating algorithm. Following reference [6], 
we can consider a minimum number of generations as ‘200 · √𝑛’. Then, the 
number of generations will be 2000. Using these parameters jointly with the usual 




Figure 13: Suboptimal layout. 
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Is Figure 13 an optimal result? It looks a bit messy, knowing that it is a symmetric 
problem, perhaps the result should look more homogeneous. By trial and error, 
we considered the possibility of using different parameters.  
 
For instance, we tried using the following parameters. 
 
• N individual = 600 per subpopulation 
• N of subpopulations = 20 
• N of generations = 400 
 
Figure 14 shows the result obtained. Now, the layout looks more homogeneous 
and, besides, the OF value is lower than in Figure 13. We can affirm in this case 
we have reach an optimum. 
 
 
Figure 14: Optimal layout. 
 
 
Let us compare our results with [5] in Figure 15. The results in [5] cannot be 
considered an optimum. However, it looks like the suboptimal layout in Figure 13. 
Perhaps more iterations could have helped to converge to the optimum solution. 
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Figure 15: Mosseti's Results for one wind direction. Rotated 90º for consistency with the rest of layouts. 
 
 
Figure 16 shows Grady’s results of [6]. They are exactly the same as our results. 




Figure 16: Grady's Results. Rotated 90º. 
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Now, we have demonstrated that the algorithm works correctly. Let us use 
different configurations to obtain some conclusions about the wind farm 
optimization. 
 
Using the later example as a baseline, we are going to change some parameters 
in order to know how they affect the final optimization. 
 
For instance, increasing the field size to a field of 3000x3000 m field, returns the 
same layout as in the baseline. As a difference, we had to increase the number 
of individuals and the generations to obtain the optimum. 
 
Increasing the initial speed does not change the optimized layout but, besides, 
the OF returns a lower value, which is positive. This fact means that the higher 
the speed the bigger the efficiency. 
 
An interesting experiment is to change the terrain roughness. Let us try with the 
offshore terrain roughness obtained from Table 1. In this case, the layout is 
different from the rest of experiments. As we can see in Figure 17, the middle line 




Figure 17 Genetic Algorithm optimization using a terrain roughness of 0.002. 
 
 
Finally, the last experiment is using a bigger turbine radius for offshore 
applications, lower terrain roughness. Taking in advantage the lower number of 
turbines installed to increase the size of the rest of turbines. We have also 
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increased the field to a terrain of 8000x8000 m. The result is very positive 



















20 400 20 200 12 0,3 10x10 1,5434 9' 48'' 
20 400 20 200 12 0,3 15x15 1,3639 20' 17'' 
20 600 20 300 12 0,3 15x15 1,3612 37' 42'' 
20 400 20 200 20 0,3 10x10 0,3334 9' 01'' 
20 400 20 200 12 0,0002 10x10 1,734 10' 02'' 
40 400 20 200 12 0,0002 10x10 1,7416 9' 07'' 
40 600 20 400 12 0,0002 20x20 1,3652 84' 40'' 
Table 6: Results of the experiments. 
 
 
All the results are shown in Annex C: Genetic Algorithm Results. 
 
There are some drawbacks with offshore wind farms though. For that reason, in 
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CHAPTER 3: THE ONSHORE WIND FARMS 
1. Motivation 
In the last chapter, an offshore wind farm layout has been optimized. It has been 
shown that an optimum value for the position and number of turbines exists, and 
a possible method for obtaining it has been developed.  
 
Now, let us consider the same problem but placed in land. Could we use the 
same methodology? Or shall we develop another sort of analysis? Is there a way 
of obtaining an optimum like in the offshore case? In this chapter, a mountainous 
place is considered for analysis. 
 
The key advantage of the onshore Wind Farms, with respect to offshore ones, is 
the ease of access to build and maintain the infrastructure. In addition, the source 
of energy will usually be closer to the consumers than in the offshore wind farm, 
diminishing therefore the power losses on the transport line. 
 
For this analysis, we have selected an area near Castelldefels, see Figure 18, 
where coast at sea level and 200 m high mountains coexist. The terrain is situated 
between the coordinates presented in Table 7: 
 
 
Table 7: Selected Terrain Coordinates 
 
 




UTM Coordinates (Zone 31) in metres
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Figure 19: Open Source Software used. 
 
 
The objective of this chapter is to show that not always is easy to place a wind 
farm. The main reason is that normally the field is not flattened, and there are 
other constraints apart of those regarding to the wind field and terrain roughness. 
This chapter shows the reader how to perform a CFD analysis using the open 
source code OpenFoam. 
 
 
2. Chosen Terrain 
The topographical data of the chosen terrain has been downloaded from the 
Spanish National Centre of Geographic Information (CNIG) webpage [12]. This 
data is part of a national aero-photography campaign (PNOA), and it includes a 
set of points extrapolated from LIDAR samples. The terrain is divided in cells, 
where three grid resolutions exist: 5, 25 and 200m. For our purposes, the 25m 
grid has been selected because it gives an excellent trade-off between the terrain 
resolution and the computation time required to process the 5 m grid. 
 
Once downloaded, the set of points has to be converted from the .asc format to 
an .xyz format. Fortunately, the Centre of Geography itself provides a tool for the 
conversion. The tool has to be downloaded from the same webpage as the data 
[12]. 
 
Usually, these sets of points contain more terrain than the necessary for the 
application. In this case, the data set called “MDT25-0448-H31-LIDAR” has been 
utilized. And it covers a larger terrain than the selected area for the application. 
26 Chapter 3: The Onshore Wind Farms 
 
So, the next step is to “cut” the set of points to reduce the terrain downloaded to 
the terrain selected for the analysis. In order to cut the terrain, the points have to 
be eliminated from the .xyz file. 
 
Next, the file extension has to be changed again to .asc, but this time without 
using the tool from the Centre of Geography referred above, just the name has 
to be changed manually. Once in MeshLab, we import the set on point and select 




Figure 20: Solid Surface of the Terrain. Visualization in MeshLab 
 
 
Then the set of points has to be converted into a solid surface. For this purpose, 
the free software MeshLab has been used. It allows us to triangulate the set of 
points to obtain a surface. 
 
The result is a surface of the terrain, see Figure 20, that finally has to be exported 
as an STL file for meshing. 
 
 
3. The Mesh 
BlockMesh and SnappyHexMesh will be used to mesh the control volume. These 
programs are included in OpenFoam suite. 
 
First, the control volume is generated using BlockMesh. It is configurated via the 
file BlockMeshDict. It is out of the scope of this report to explain in detail the 
operation of OpenFoam and its organization, please, refer to blockMeshDict.c in 
Annex B to see the full BlockMeshDict file. 
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In BlockMeshDict file we have to define the vertices of the control volume, they 
have match the coordinates of the surface in order to fit exactly with the solid 
surface generated by MeshLab. 
 
The eight vertices of the cube are the same as the combination of the coordinates 
of the Table 7. Additionally, a third dimension has been included from 0 to 1000 
m, since it is important to give some margin to the altitude dimension, for this 
example the maximum terrain altitude was about 300 m. 
 
The control volume is divided into several sub-volumes where the equations will 
be solved. The more sub-volumes (commonly called cells) the better the precision 
of the results. For this example, we have created a total of 18000 cells: 30 in the 
x direction, 30 in the y direction and 20 in the z direction. 
 
Also in BlockMeshDict file, the boundaries must be defined for every face of the 
cube. For instance: inlet, outlet, top, ground and two sides has been defined in 





Figure 21: Control Volume Visualization with ParaView. 
 
 
Once the basic control volume is created by BlockMesh, we have to redefine it to 
include the STL surface that has been generated by MeshLab. For this purpose, 
SnappyHexMesh program is used.  
 
As well as with BlockMesh, the file SnappyHexMeshDict has to be modified 
according with our requisites, that is, redefining the control volume mesh to 
include the STL surface, see snappyHexMeshDict.c in Annex B. 
 
After including the STL surface, it is very recommended to make a surface 
refinement to increase the resolution. This will increase the number of cells and, 
thus, the computation time; for that reason we have refined to only level 2. The 
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level of the refinement indicates how many divisions have to be made to the initial 
cell, more levels meaning more divisions. 
 




Figure 22: Finished Mesh Visualization with ParaView. Notice the Surface Refinement. 
 
 
The creation of the mesh has two steps. The first one is called castellatedMesh 




Figure 23: Surface Mesh after Castellated Mesh Step. Visualization with ParaFoam. 
 
 
After the castellatedMesh, it is recommended to apply the second step for 
smoothing the surface. It is called snap. These steps are activated by the 
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SnappyHexMeshDict file. In this case, both steps castellatedMesh and snap are 
set to true. 
 




Figure 24: Surface Mesh after Snap Mesh Step. Visualization with ParaFoam. 
 
 
Finally, the mesh has been completed but a last phase still has to be done before 
the computation: to define the boundary and the initial conditions definition. 
 
 
4. Initial and Boundary Conditions 
Prior to defining the boundary and initial conditions, let us talk about the model 
used for this simulation. Mainly these experiments have been elaborated from the 
basis of the turbine siting tutorial of OpenFoam.  
 
This tutorial uses the incompressible Reynolds Averaged Navier-Stokes (RANS) 
equations and the k-Epsilon turbulence model, which includes two more 
equations: the turbulent kinetic energy transport equation and the dissipation 
equation. The fluid is also considered Newtonian. As a result, a system of Partial 
Differential Equations, which models the air turbulent behaviour, is obtained and 
needs to be solved. 
 
Therefore, an algorithm is necessary to discretize the system of equations and to 
resolve the system along every cell of the mesh. The turbine siting tutorial of 
OpenFoam uses simple Foam solver, which is based on the SIMPLE algorithm. 
This algorithm need four inputs, see Figure 25. It is out of the scope of the present 
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Figure 25: SIMPLE Algorithm Inputs. 
 
 
The boundary and initial conditions have to be defined in each face of the control 
volume, recall that it has six faces: inlet, outlet, top, ground and two sides and, in 
addition, we added a seventh face with snappyHexMesh: terrain. Table 8 




Table 8: Boundary Conditions. 
 
 
Principally, these conditions are standard form OpenFoam but the user can 
modify them. A constrained velocity at the inlet and a constant pressure at the 
outlet. Furthermore, the velocity is especially suited for an atmospheric situation, 
where a logarithmic wind profile is applied. That means that the velocity is not 
uniform on the inlet but it follows a realistic increase of velocity as the altitude 
increases based on the terrain roughness. It has been fixed to 10 m/s at 20 m 























zero Gradient kqR Wall Function
epsilon Wall 
Function
nutk Atm Rough 
Wall Function
Top slip slip slip slip slip
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outlet is 1 atm. The velocity on the ground and the terrain faces has been fixed 
to zero according with the Dirichlet condition, also known as fixed value boundary 
condition. The turbulence parameters are the same ones as in the OpenFoam 
standard. 
 
Once all the requirements are properly filled, the simulation can be run by means 
of SimpleFoam. 
 
5. First Step: Siting the Turbine 
Figure 26 shows the pressure field results on the map. It can be seen how the 





Figure 26: Pressure Field over the Surface Terrain. Visualization with ParaView. 
 
The pressure values are written in normalised pressure units, whose units are not 
in Pascals. Equation 17 allows us to obtain the pressure in Pascals. 
 










𝑃𝑎𝑡𝑚 = 101325 𝑃𝑎 
 
and ‘𝜌’ is the density that goes implicit in the viscosity, equation 18, 
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𝜐 ≡  kinematic viscosity 
 
𝜇 ≡ 𝑑𝑦𝑛𝑎𝑚𝑖𝑐 𝑣𝑖𝑠𝑐𝑜𝑠𝑖𝑡𝑦 
 
The kinematic viscosity 𝜐 is defined in the Transport Properties file as 1.5·10-
5m2/s that agrees with the kinematic viscosity of air at about 15ºC. Density can 
be obtained from equation 19. 
 











In practise, we are not interested in the value of density but in the velocity field. 
Figure 27 shows the velocity streamlines jointly with the pressure distribution of 
the surface. We can prove, therefore, that the locations with lower pressures are 




Figure 27: Wind Streamlines over the Surface Terrain. Visualization with ParaView. 
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Consequently, the best location for a wind turbine will be on the top of a mountain 
or hill. In addition, the vertical velocity profiles have been plotted in Figure 28 and 
Figure 29: two locations are shown; at the top of the mountain, where the 
pressure is the lower; and on the flattened terrain, respectively. 
 
The interesting conclusion of this comparison is that the maximum velocity of the 
vertical profile is achieved in lower heights at the top of the mountain. For 
instance, in Figure 28 the maximum velocity (20 m/s) is located at about 325 m 
high, considering that the terrain is at 310 m of altitude, the differential altitude is 
15 m., so a turbine of 20 m high should be enough. Whereas, in Figure 29 the 
velocity rate of increase with altitude is lower and, consequently, the wind turbine 
should be higher in order to generate the same power as the one situated at the 
top of the mountain. Figure 29 shows that, in the flat terrain location, the 
maximum velocity (15 m/s) is at about 300 m high. 
 
It is recommended, therefore, to place the turbine on the highest place possible. 
Furthermore, it has to be taken into account that the power generated by the 
turbine is directly proportional to the area swept by the rotating blades. Making 
the wind turbine lower, limits the span of the blades - so they do not hit the ground 
when rotating - and consequently, the area swept will be also constrained and 




Figure 28: Velocity Profile on the top of the Mountain. Visualization with ParaView. 




Figure 29: Velocity Profile on the flat Terrain. Visualization with ParaView. 
 
 
6. Next Step: Setting the parameters for Turbine simulation 
Even though the best position has been demonstrated to be on the top of the 
mountain, the next experiment will insert a wind turbine on a lower position. The 
place where the turbine will be placed is shown in Figure 30.  
 
The reason of this experiment is to demonstrate that a simulation of the terrain, 
like the last one, jointly with the turbine model could be undertaken with 
OpenFoam. The second objective is to compare the wave generated by this 
turbine with the Aerodynamic Jensen Model used in the Offshore Case of Chapter 
2. 
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Figure 30: Location of the Wind Turbine. 
 
 
The stages for carrying out this simulation are mainly the same as in the last 
simulation. This time we will simply replace some of the aforementioned steps, in 
order to insert the new procedures that must be considered to perform correctly 
this experiment. 
 
To introduce the effect of a wind turbine, it is necessary to develop a new equation 
that extracts some of the wind speed according to the performance of the wind 
turbine. OpenFoam has its own model for this objective: the actuation Disk 
Source. Equations 20 and 21 have been extracted from the code of OpenFoam. 
 
𝑇 = 2𝜌𝐴𝑈0
2𝑎(1 − 𝑎) (20) 
 
𝑈1 = (1 − 𝑎)𝑈0 (21) 
 
For our experiment, only Equation 21 is necessary but, in case of needing to 
compute the turbine power, Equation 20 would be necessary as well. Although 
not necessary for our applications, Equation 20 is computed by OpenFoam, so 
we need to specify the values of the following variables. 
 
𝐴 ≡ 𝑑𝑖𝑠𝑘 𝑎𝑟𝑒𝑎 
𝑈0 ≡ 𝑢𝑝𝑠𝑡𝑟𝑒𝑎𝑚 𝑣𝑒𝑙𝑜𝑐𝑖𝑡𝑦 




𝑈1 ≡ 𝑣𝑒𝑙𝑜𝑐𝑖𝑡𝑦 𝑎𝑡 𝑡ℎ𝑒 𝑑𝑖𝑠𝑘 
 
This information is inserted by means of the fvOptions.c file. 
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Then it is necessary to define the zone where Equation 21 will affect, that is, the 
location of the wind turbine. For this purpose, the topoSetDict.c file is used. 
 
This file sets two actions. The first one is to delimitate the box where the turbine 
will be placed. In this case, the following box has been defined in order to be 




Table 9: Wind Turbine Coordinates. 
 
 
The turbine diameter is 40 m. Consequently, the turbine box will be 40x1x40 m. 
It is slightly incorrect to consider the turbine being 1 m wide in the Y direction (the 
direction parallel to the wind) because it will usually be about 0.3 m (as in the 
tutorial file). The reason of why one meter has been considered is that the mesh 
is not precise enough. Remember: the terrain is 2000 m long in the Y coordinate 
and the control volume has been divided into 30 cells in that direction, therefore 
the cell length in the Y direction is about 70 m. The same happens with the rest 
of directions. The mesh must be refined in that location. Thus, we will come back 
to the snappyHexMeshDict.c file to make a refinement in that box we have just 
defined. 
 




Figure 31: Mesh Architecture with the Wind Turbine. 
 
X [m] 411840 411800 40
Y [m] 4569301 4569300 1
Z [m] 140 100 40
Maximum Minimum Delta
Definition of the Turbine Location
Wind Farm Simulation and Optimization 37 
 
 
In addition to defining the Cell Set with the box in the first action of topoSetDict.c, 
it is necessary to assign the equations of the Actuation Disk Source to the box by 
means of a Cell Zone, and that is the second action of the topoSetDict file. This 
Cell Zone has to be referred on the fvOptions.c file that has been mentioned 
before. 
 
Returning to the mesh refinement, it is necessary to introduce some changes on 
the snappyHexMesh file. First, we search the box, notice that it must be a bit 
bigger than the Cell Zone like in Figure 31, the reason is to refine the zone around 
the turbine and improve the accuracy of the results, trying to catch the changes 
near the turbine. 
 
The zone around the turbine is now refined to the level 6. Considering 8 
subdivisions per level. 
 
86 = 262144 →  √262144
3
= 64 𝑐𝑒𝑙𝑙𝑠 𝑝𝑒𝑟 𝑠𝑖𝑑𝑒 
 
As you can see, one cell of level 1 has become in 262144 new cells of level 6 
and, in each direction 64 new cells have been created. So, in the Y direction 1 
cell was equivalent to 70 m, after the refinement process the mean length of a 
cell is about 1 m. The result of the refined mesh is shown in Figure 32. 
 
Now, everything is ready to make the simulation with simpleFoam. The same 
initial and boundary conditions as with the last simulation are used. The only 
difference is that the topoSet instruction should be activated just after making the 




Figure 32: Cut View of the Mesh. Notice the Refinement in the Wind Turbine Area. Visualization with 
ParaView. 
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7. The Results 
Figure 33 and Figure 34 show the results of the simulations. Two cuts have been 
made so the wake can be easily seen. It will be interesting, besides, to take some 




Figure 33: Side Cut View of the Velocity Component Perpendicular to the Wind Turbine. Notice the Wave 




Figure 34: Top Cut View of the Velocity Component Perpendicular to the Wind Turbine. Notice the Wave 
generated by the Turbine. Visualization with ParaView. 
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With the next two pictures, the loss and recovering of the velocity can be 




Figure 35: Velocity profile through the turbine. 
 
 
Figure 35 represents the velocity perpendicular to the turbine along 600 m, 
between the two dots that are represented in the image. These results of the 
simulations are compared with the Jensen model predictions in Figure 36. It 
seems that the final speed is slightly the same with both calculations, but the total 
speed loss is bigger with Jensen’s model than in OpenFoam simulation. 
 
 
Figure 36: Comparison between the OpenFoam model and the Jensen Model. 
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The big advantage of this method is the possibility of using it with any kind of 
surface. In the following experiment, we have chosen a smooth terrain in La 
Muela, near Zaragoza. See Figure 37. 
 
La Muela plateau is well known for the numerous wind farms installed on it. There 








Figure 38: Simulation of La Muela with OpenFoam. 
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Figure 38 shows the First Step: Siting the Turbine simulation, explained before. 
It reveals that La Muela is a flat terrain where the pressure is lower, making it an 
extraordinary candidate to host a wind farm. Now, to finish this chapter we are 
going to create a little wind farm of three turbines in La Muela. The aim of this 
experiment it to discover what happens when two wakes are combined in 
OpenFoam. 
 
Figure 39 shows the simulation of our wind farm. As we can see, there are three 
blue dots inside the red rectangle, these dots are the turbines. The red rectangle 




Figure 39: La Muela Wind Farm 
 
 
The turbines are placed in such a way that the wake of the first does not affect 
the second turbine. Figure 40 shows the speed reduction across the wind 
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Figure 40: La Muela Wind Farm. Speed reduction though the wind turbines. 
 
 
In this chapter, we have discovered a very dynamic method to study the wind 
effects through a given terrain. With this method, we can manage to do a good 
turbine siting, based on rational choices that will increase the efficiency of a wind 
farm. 
 
Besides that, the method is also able to simulate the wake effects within the wind 
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In this Chapter 3, we finished with a new method to improve the wind farm 
efficiency. Annex D: OpenFoam Results, contains another example of 
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CHAPTER 4: CONCLUSIONS 
This project has developed a method for determining the location of a wind farm. 
For a given plain position, the method can determine the best layout for a wind 
farm while optimizing the number of turbines. 
 
In Chapter 2, a genetic algorithm has been used to optimize either a wind farm 
located offshore or in a smooth terrain. The limitations that we found were the 
time required for computation and the constraint of not using a mountainous 
terrain, which is where most of wind farms are built. This part was the initial point 
of this project, but we noticed that due to those constraints, we should move to a 
more generic experiment. For that reason, we tried to develop a similar method 
for a mountainous terrain.  
 
Due to the difficulties of implementing GA to that kind of terrains, we considered 
doing a CFD study, which resulted to be very appropriate to that application. CFD 
gives versatility and good qualitative results, precise enough for high-level initial 
studies of viability. 
 
Despite the advantages of CFD, it requires a big time for setting up and testing 
the model until good and reliable results are obtained. This fact prevented us to 
make a deeper study in the optimization of wind farms in mountainous 
topographies. 
 
As a result, Chapter 3 was thought to give a more generic view of wind farm 
placing, allowing us to investigate the use of CFD to the wind farm simulations, 
which was reserved only to commercial software. 
 
 
1. Did we achieve the objectives? 
The idea behind this project was to develop a methodology to optimize wind 
farms. We consider that a demonstration of the concept, that was stated in the 
Introduction, has been achieved.  
 
The objectives of this project were exposed in the Introduction. 
 
At the final of chapter 1, the results obtained by our method were compared to [5] 
and [6]. It was demonstrated that the correct results were those in [6]. The reason 
of the difference laid on the parameters of the Genetic Algorithm, as [5] did not 
use enough individuals and subpopulations, therefore, the algorithm did not 
converge to the optimum. 
 
Because [5] and [6] used a terrain roughness corresponding to a terrain with high 
crops and scattered obstacles, we studied what happened using a roughness 
characteristic of the open sea, which correspond to the definition of an offshore 
wind farm. We found out that, in this new situation, the optimal number of turbines 
was lower than in the onshore terrain. Probably due to the higher influence of 
wakes in that king of terrain. 




We could not couple the CFD simulation with the genetic algorithm. Instead, a 
method for modelling the wind through a random terrain was developed. It is a 
good point, since we did not find any literature of how to perform such a study 
without the help of commercial software. 
 
The method was developed but we could not obtain a way to optimize the number 
and the position of the turbines using OpenFoam 
 
 
2. Future work. 
The improvements and the future work should be in line with: 
 
• Allowing different directions of wind to be studied. 
• Provide more resolution on CFD solutions, using an adequate hardware 
to avoid slow simulations. 
• Automatic positioning on CFD. It would be a difficult task, but perhaps in 
mountainous terrains, where the positions are limited due to the space 
constraints, this improvement could be feasible. The principal problem is 
the computational time of coupling CFD and GA. 
 
Now, with the tools developed in this work, anyone using this project as a starting 
point could investigate about a specific location for a wind farm. It is possible to 
study if the katabatic winds are useful to obtain energy in the valleys. Someone 
could study how affect the winds to a specific mountainous formation, or even to 
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ANNEXES 






% This script implements the Simple Genetic Algorithm described 
% in the examples section of the GA Toolbox manual. 
% 
% Author:     Andrew Chipperfield 
% History:    23-Mar-94     file created 
% 
% tested under MATLAB v6 by Alex Shenfield (22-Jan-03) 
 
% inicializacion del programa 
 
limitX = 4; %numero de cuadrados en X 
limitY = 4; %numero de cuadrados en Y 
distanciaX = 200;  %longitud de los cuadrados en X - 5 diametros 
distanciaY = 200;  %longitud de los cuadrados en Y - 5 diametros 
 
 
NIND =  20;           % Number of individuals per subpopulations 
MAXGEN = 100;         % maximum Number of generations 
GGAP = 0.7;           % Generation gap, how many new individuals are 
created 
RecOpt=1;             % probability of recombination/crossover  
% NVAR = nTurbines;           % Number of variables 
SUBPOP=20;            %Number of subpopulations 
MIGR=0.2;            %Migration rate between subpopulations 
MIGGEN=20;            % Number of gens per migration 
INS=1;              %Rate of offspring to be inserted 
SEL_F = 'rws'; 
REC_F = 'xovsp'; 
 
% Initialise population  
   Chrom = crtbp(SUBPOP*NIND, limitX*limitY); 
    
% Reset counters 
   Best = NaN*ones(MAXGEN,1);   % best in current population 
   Mean = NaN*ones(MAXGEN,1);   % mean in current population 
   Worst = NaN*ones(MAXGEN,1);  % worst in current population 
   gen = 1:1:MAXGEN; % generational counter 
 
% Evaluate initial population 
   ObjV = funcionObjetivo(Chrom, limitX, distanciaX); 
 
% Track best individual and display convergence 
   Best(1) = min(ObjV); 
   Mean(1) = mean(ObjV); 
   Worst(1) = max(ObjV); 
   figure 
   plot(gen(1), Best,'g-', gen(1), Mean,'k-', gen(1), Worst,'r-'); 
   xlabel('Generation');  
   ylabel('Objective Value'); 
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   text(0.5,0.95,['Best = ', num2str(Best(1))],'Units','normalized'); 
   legend('Best' ,'Mean', 'Worst')      
   drawnow; 
 
% Generational loop 
   
   for n=2:MAXGEN 
 
    % Assign fitness-value to entire population 
       FitnV = ranking(ObjV, 2, SUBPOP); 
 
    % Select individuals for breeding 
       SelCh = select(SEL_F, Chrom, FitnV, GGAP, SUBPOP); 
 
    % Recombine selected individuals (crossover) 
       SelCh = recombin(REC_F, SelCh,RecOpt, SUBPOP); 
 
    % Perform mutation on offspring 
       SelCh = mut(SelCh); 
 
    % Evaluate offspring, call objective function 
       ObjVSel = funcionObjetivo(SelCh, limitX, distanciaX); 
 
    % Reinsert offspring into current population 
       [Chrom, ObjV]=reins(Chrom,SelCh,SUBPOP,[1 INS],ObjV,ObjVSel); 
 
    % Update display and record current best individual 
       Best(n) = min(ObjV); 
       Mean(n) = mean(ObjV); 
       Worst(n) = max(ObjV); 
       plot(gen(1:n), Best(1:n),'g-', gen(1:n), Mean(1:n),'k-', 
gen(1:n), Worst(1:n),'r-'); 
       text(0.5,0.95,['Best = ', 
num2str(Best(n))],'Units','normalized'); 
       xlabel('Generation');  
       ylabel('Objective Value'); 
       legend('Best' ,'Mean', 'Worst')  
       drawnow; 
        
    % Migrate individuals between subpopulations 
       if (rem(gen,MIGGEN) == 0) 
           [Chrom, ObjV] = migrate(Chrom, SUBPOP, [MIGR, 1, 1], ObjV); 
       end 
   end  
   ObjV = funcionObjetivo(Chrom, limitX, distanciaX); 
   [~, i] = min(ObjV); 
   plotLayout(Chrom(i,:), limitX, limitY, distanciaX, distanciaY) 
   [~,~,vdPositions] = ComputePower(Chrom(i,:),distanciaX, limitX); 
   figure 
   contourf(vdPositions,'ShowText','on'); 









This function calculates the X and Y position of the turbines from the 
array of individuals. 
%} 
 
function position = decodeIndividual(individual, limitX, limitY, 
lengthX, lengthY) 
   i = 1; 
   position = []; 
   for row=1:limitX 
       for column=1:limitY 
           if individual(i) == 1 
               positionX = row * lengthX - lengthX / 2; 
               positionY = column * lengthY - lengthY / 2; 
               position = [position; positionX positionY]; 
           end 
           i = i + 1; 
       end 







function ObjV = objectiveFunction(Chrom, limitX, lengthX) 
    ObjV = []; 
    for ind=1:length(Chrom(:,1)) 
       individual = Chrom(ind,:); 
        
       % Count the number of turbines 
       numTurbines = 0; 
       for i=1:length(individual) 
           if individual(i) == 1 
               numTurbines = numTurbines + 1; 
           end 
       end 
 
       % Compute the objective value from the objective function. 
       if numTurbines == 0 
           ObjV = [ObjV; 1e6]; 
       else 
           [totalPower, ~, ~] = ComputePower(individual,... 
                lengthX, limitX); 
           tubineValue = numTurbines*(2/3+1/3*exp(-
0.00174*numTurbines^2)); 
           ObjV = [ObjV; 1/totalPower * 0 + tubineValue/totalPower * 
1]; 
       end 
    end 
end 
  




function [totalPower, power, vdPositions] = ComputePower(Positions,... 
    horizontal_lenght, horizontal_places) 
%{ 
Funci󮠱ue calcula la potencia generada por un grupo de e󮠱o dada una 
posici󮠱n un campo llano. Se utiliza el modelo Jensen de turbulencia. 
Los parametros de los molinos, la rugosidad del terreno y la velocidad 
del 
viento se especifican en par᭥tros. La funci󮠱nterpola la potencia y el 
Thrust Coefficient vs Wind Speed de un Vestas V63. 
 
Inputs: Matriz de posiciones de la forma: [t1 t2 t3 ...]. Donde tn es 
un 
nmero binario de acuerdo a si en esa posici󮠱xiste una turbina o no. 
Outputs: Potencia total generada. 
 




vel_ini = 12; 
RadioRotor = 20; 
AlturaRotor = 60; 
SurfaceRoug = 0.3; 
ThrustCoeff = 0.88; 
 
% Cambiamos la posicion del vector  
% [t1 t2 t3; t4 t5 t6; ... ] 
Positions = transpose(reshape(Positions, horizontal_places, [])); 
 
%{ 
El c᭥ulo considera que la onda aerodinamica no afecta a las filas 
adjancentes de tubinas, nicamente afecta a las posiciones que la 
turbina 
tiene detras. Esto es cierto gracias a la separaci󮠱ntre turbinas. Para 
una distancia de 200m atras, el efecto de la onda se propaga 38 metros 
a los 
lados, recordemos que las turbinas adjacentes se encuentras a 200m. 
Para 
notar el efecto deberian situarse 2km abajo y el efecto tendrun 
valor del 1% de reducci󮠱e velocidad. 
 
De manera que el c᭥ulo se ha simplificado bastante. ɳte consta de 3 




El primer paso calcula el efecto de la onda a las diferentes 
distancias a 
las que se puede encontrar una turbina. 
%} 
alfa = 0.5 / log(AlturaRotor/SurfaceRoug); 
a = 0.5*(1-(1-ThrustCoeff)^0.5); 
rd = RadioRotor*((1-a)/(1-2*a))^0.5; 
vd = zeros(1, length(Positions(1,:))); 
for i=2:length(Positions(1,:)) 






En el segundo paso, se tiene en cuenta el nmero de turbinas que se 
tiene 
delante y la distancia a 鳴as para calcular la suma de los efectos de 
todas las olas. Con ello obtenemos una matriz vdPositions que nos dice 
cual 
es el deficid de velocidad en cada posicion de la layout.  
%} 
vdPositions = zeros(size(Positions)); 
for n=2:length(vd) 
    for i=1:length(Positions(:,1)) 
        for j=n:length(Positions(1,:)) 
           vdPositions(i,j) = vdPositions(i,j) + ... 
               (vd(n)*Positions(i,j-(n-1)))^2; 
        end 




Por ltimo calculamos la matriz de potencias que correponde a dicha 
layout. 
Utilizamos la relaci󮠱bica con la velocidad que encontramos en la 
bibliografia. 
%} 
power = zeros(size(Positions)); 
for i=1:length(Positions(:,1)) 
    for j=1:length(Positions(1,:)) 
       w_speed = vel_ini * (1 - vdPositions(i,j)^0.5); 
       power(i,j) = Positions(i,j) * 0.3 * w_speed^3 / 1000; %Watios 
    end 
end 
totalPower = sum(sum(power)); 
end 
  




function plotLayout(individual, limitX, limitY, lengthX, lengthY) 
 
    individual = transpose(reshape(individual, limitX, [])); 
    position = decodeIndividual(individual, limitX, limitY, ... 
        lengthX, lengthY); 
    figure  
    hold on 
    scatter(position(:,1), position(:,2)) 
    plot([0  0 limitX*lengthX limitX*lengthX 0], ... 
        [0 limitY*lengthY limitY*lengthY 0 0]) 
    axis equal 
    legend('Turbines' ,'Limits') 





2. Annex B: OpenFoam Files 
 
  






| =========                 |                                                 
| 
| \\      /  F ield         | OpenFoam: The Open Source CFD Toolbox           
| 
|  \\    /   O peration     | Version:  3.0.x                                 
| 
|   \\  /    A nd           | Web:      www.OpenFoam.org                      
| 






    version     2.0; 
    format      ascii; 
    class       volVectorField; 
    location    "0"; 
    object      U; 
} 
// * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * 
* * * // 
 
#include        "include/initialConditions" 
 
dimensions      [0 1 -1 0 0 0 0]; 
 




    outlet 
    { 
        type            inletOutlet; 
        inletValue      uniform (0 0 0); 
        value           $internalField; 
    } 
 
    inlet 
    { 
        type            atmBoundaryLayerInletVelocity; 
        #include        "include/ABLConditions" 
    } 
 
    terrain 
    { 
        type            uniformFixedValue; 
        uniformValue    (0 0 0); 
        value           uniform (0 0 0); 
    } 
 
    ground 
    { 
        type            uniformFixedValue; 
        value           uniform (0 0 0); 
        uniformValue    constant (0 0 0); 



















| =========                 |                                                 
| 
| \\      /  F ield         | OpenFoam: The Open Source CFD Toolbox           
| 
|  \\    /   O peration     | Version:  3.0.x                                 
| 
|   \\  /    A nd           | Web:      www.OpenFoam.org                      
| 






    version     2.0; 
    format      ascii; 
    class       volScalarField; 
    object      p; 
} 
// * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * 
* * * // 
 
#include        "include/initialConditions" 
 
dimensions      [0 2 -2 0 0 0 0]; 
 




    inlet 
    { 
        type            zeroGradient; 
    } 
 
    outlet 
    { 
        type            uniformFixedValue; 
        uniformValue    constant $pressure; 
    } 
 
    terrain 
    { 
        type            zeroGradient; 
    } 
 
    ground 
    { 
        type            zeroGradient; 
    } 
 
















| =========                 |                                                 
| 
| \\      /  F ield         | OpenFoam: The Open Source CFD Toolbox           
| 
|  \\    /   O peration     | Version:  3.0.x                                 
| 
|   \\  /    A nd           | Web:      www.OpenFoam.org                      
| 






    version     2.0; 
    format      ascii; 
    class       volScalarField; 
    location    "0"; 
    object      nut; 
} 
// * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * 
* * * // 
 
dimensions      [0 2 -1 0 0 0 0]; 
 




    #include "include/ABLConditions" 
 
    inlet 
    { 
        type            calculated; 
        value           uniform 0; 
    } 
 
    outlet 
    { 
        type            calculated; 
        value           uniform 0; 
    } 
 
    terrain 
    { 
        type            nutkAtmRoughWallFunction; 
        z0              $z0; 
        value           uniform 0.0; 
    } 
 
    ground 
    { 
        type            calculated; 
        value           uniform 0; 
    } 
 
















| =========                 |                                                 
| 
| \\      /  F ield         | OpenFoam: The Open Source CFD Toolbox           
| 
|  \\    /   O peration     | Version:  3.0.x                                 
| 
|   \\  /    A nd           | Web:      www.OpenFoam.org                      
| 






    version     2.0; 
    format      ascii; 
    class       volScalarField; 
    object      k; 
} 
// * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * 
* * * // 
 
#include        "include/initialConditions" 
 
dimensions      [0 2 -2 0 0 0 0]; 
 




    outlet 
    { 
        type            inletOutlet; 
        inletValue      uniform $turbulentKE; 
        value           $internalField; 
    } 
 
    inlet 
    { 
        type            atmBoundaryLayerInletK; 
        #include        "include/ABLConditions" 
    } 
 
    terrain 
    { 
        type            kqRWallFunction; 
        value           uniform 0.0; 
    } 
 
    ground 
    { 
        type            zeroGradient; 
    } 
 
















| =========                 |                                                 
| 
| \\      /  F ield         | OpenFoam: The Open Source CFD Toolbox           
| 
|  \\    /   O peration     | Version:  3.0.x                                 
| 
|   \\  /    A nd           | Web:      www.OpenFoam.org                      
| 






    version     2.0; 
    format      ascii; 
    class       volScalarField; 
    location    "0"; 
    object      epsilon; 
} 
// * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * 
* * * // 
 
dimensions      [0 2 -3 0 0 0 0]; 
 
#include        "include/initialConditions" 
 




    terrain 
    { 
        type            epsilonWallFunction; 
        Cmu             0.09; 
        kappa           0.4; 
        E               9.8; 
        value           $internalField; 
    } 
 
    outlet 
    { 
        type            inletOutlet; 
        inletValue      uniform $turbulentEpsilon; 
        value           $internalField; 
    } 
 
    inlet 
    { 
        type            atmBoundaryLayerInletEpsilon; 
        #include        "include/ABLConditions" 
    } 
 
    ground 
    { 
        type            zeroGradient; 


















| =========                 |                                                 
| 
| \\      /  F ield         | OpenFoam: The Open Source CFD Toolbox           
| 
|  \\    /   O peration     | Version:  3.0.x                                 
| 
|   \\  /    A nd           | Web:      www.OpenFoam.org                      
| 





Uref                 10.0; 
Zref                 20; 
zDir                 (0 0 1); 
flowDir              (0 1 0); 
z0                   uniform 0.1; 
zGround              uniform 0; 












| =========                 |                                                 
| 
| \\      /  F ield         | OpenFoam: The Open Source CFD Toolbox           
| 
|  \\    /   O peration     | Version:  3.0.x                                 
| 
|   \\  /    A nd           | Web:      www.OpenFoam.org                      
| 







    type  fixedValue; 













| =========                 |                                                 
| 
| \\      /  F ield         | OpenFoam: The Open Source CFD Toolbox           
| 
|  \\    /   O peration     | Version:  3.0.x                                 
| 
|   \\  /    A nd           | Web:      www.OpenFoam.org                      
| 





flowVelocity         (0 0 0); 
pressure             0; 
turbulentKE          1.3; 












| =========                 |                                                 
| 
| \\      /  F ield         | OpenFoam: The Open Source CFD Toolbox           
| 
|  \\    /   O peration     | Version:  3.0.x                                 
| 
|   \\  /    A nd           | Web:      www.OpenFoam.org                      
| 






























| =========                 |                                                 
| 
| \\      /  F ield         | OpenFoam: The Open Source CFD Toolbox           
| 
|  \\    /   O peration     | Version:  3.0.x                                 
| 
|   \\  /    A nd           | Web:      www.OpenFoam.org                      
| 






    version     2.0; 
    format      ascii; 
    class       dictionary; 
    location    "constant"; 
    object      fvOptions; 
} 
// * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * 




    type            actuationDiskSource; 
    active          on; 
 
    actuationDiskSourceCoeffs 
    { 
        fields      (U); 
 
        selectionMode   cellSet; 
        cellSet         actuationDisk1; 
        diskDir         (0 1 0);    // Orientation of the disk 
        Cp              0.296; 
        Ct              0.888; 
        diskArea        1256.6; 
        upstreamPoint   (411820 4569275 120); 














| =========                 |                                                 
| 
| \\      /  F ield         | OpenFoam: The Open Source CFD Toolbox           
| 
|  \\    /   O peration     | Version:  3.0.x                                 
| 
|   \\  /    A nd           | Web:      www.OpenFoam.org                      
| 






    version     2.0; 
    format      ascii; 
    class       dictionary; 
    object      transportProperties; 
} 
// * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * 
* * * // 
 
transportModel  Newtonian; 
 












| =========                 |                                                 
| 
| \\      /  F ield         | OpenFoam: The Open Source CFD Toolbox           
| 
|  \\    /   O peration     | Version:  3.0.x                                 
| 
|   \\  /    A nd           | Web:      www.OpenFoam.org                      
| 






    version     2.0; 
    format      ascii; 
    class       dictionary; 
    object      turbulenceProperties; 
} 
// * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * 






    RASModel            kEpsilon; 
 
    turbulence          on; 
 
    printCoeffs         on; 
 
    kEpsilonCoeffs 
    { 
        Cmu         0.09; 
        C1          1.44; 
        C2          1.92; 
        sigmaEps    1.11; //Original value:1.44 
        // See: 
        // D.M. Hargreaves and N.G. Wright 
        // "On the use of the k-Epsilon model in commercial CFD 
software 
        // to model the neutral atmospheric boundary layer", 
        // J. of wind engineering and industrial aerodymanics, 
        // 95(2007) 355-269 













| =========                 |                                                 
| 
| \\      /  F ield         | OpenFoam: The Open Source CFD Toolbox           
| 
|  \\    /   O peration     | Version:  3.0.x                                 
| 
|   \\  /    A nd           | Web:      www.OpenFoam.org                      
| 






    version         2.0; 
    format          ascii; 
    class           dictionary; 
    object          blockMeshDict; 
} 
// * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * 






    ( 411300  4568500   0)  // Xmin Ymin Zmin 
    ( 412600  4568500   0)  // Xmax Ymin Zmin 
    ( 412600  4570500   0)  // Xmax Ymax Zmin 
    ( 411300  4570500   0)  // Xmin Ymax Zmin  
    ( 411300  4568500   800)  // Xmin Ymin Zmax 
    ( 412600  4568500   800)  // Xmax Ymin Zmax 
    ( 412600  4570500   800)  // Xmax Ymax Zmax 















    outlet 
    { 
        type patch; 
        faces 
        ( 
        (3 7 6 2)         
        ); 
    } 
    sides 
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    { 
        type patch; 
        faces 
        ( 
            (0 4 7 3) 
            (2 6 5 1) 
        ); 
    } 
    inlet 
    { 
        type patch; 
        faces 
        ( 
        (1 5 4 0)        
        ); 
    } 
    ground 
    { 
        type wall; 
        faces 
        ( 
            (0 3 2 1) 
        ); 
    } 
    top 
    { 
        type patch; 
        faces 
        ( 
            (4 5 6 7) 
        ); 


















| =========                 |                                                 
| 
| \\      /  F ield         | OpenFoam: The Open Source CFD Toolbox           
| 
|  \\    /   O peration     | Version:  3.0.x                                 
| 
|   \\  /    A nd           | Web:      www.OpenFoam.org                      
| 






    version     2.0; 
    format      ascii; 
    class       dictionary; 
    object      snappyHexMeshDict; 
} 
 
// * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * 
* * * // 
 
// Which of the steps to run 
castellatedMesh true; 
snap            true; 
addLayers       false; 
 
 
// Geometry. Definition of all surfaces. All surfaces are of class 
// searchableSurface. 
// Surfaces are used 
// - to specify refinement for any mesh cell intersecting it 
// - to specify refinement for any mesh cell inside/outside/near 
// - to 'snap' the mesh boundary to the surface 
geometry 
{ 
    terrain.stl 
    { 
        type triSurfaceMesh; 
        name terrain; 
    } 
    windTurbine1 
    { 
        type searchableBox; 
        min (411790 4569285 95); 
        max (411850 4569315 145); 









    // Refinement parameters 
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    // ~~~~~~~~~~~~~~~~~~~~~ 
 
    // If local number of cells is >= maxLocalCells on any processor 
    // switches from from refinement followed by balancing 
    // (current method) to (weighted) balancing before refinement. 
    maxLocalCells 100000; 
 
    // Overall cell limit (approximately). Refinement will stop 
immediately 
    // upon reaching this number so a refinement level might not 
complete. 
    // Note that this is the number of cells before removing the part 
which 
    // is not 'visible' from the keepPoint. The final number of cells 
might 
    // actually be a lot less. 
    maxGlobalCells 2000000; 
 
    // The surface refinement loop might spend lots of iterations 
    // refining just a few cells. This setting will cause refinement 
    // to stop if <= minimumRefine are selected for refinement. Note: 
    // it will at least do one iteration (unless the number of cells 
    // to refine is 0) 
    minRefinementCells 0; 
 
    // Allow a certain level of imbalance during refining 
    // (since balancing is quite expensive) 
    // Expressed as fraction of perfect balance (= overall number of 
cells / 
    // nProcs). 0=balance always. 
    maxLoadUnbalance 0.10; 
 
 
    // Number of buffer layers between different levels. 
    // 1 means normal 2:1 refinement restriction, larger means slower 
    // refinement. 




    // Explicit feature edge refinement 
    // ~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~~ 
 
    // Specifies a level for any cell intersected by its edges. 
    // This is a featureEdgeMesh, read from constant/triSurface for 
now. 
    features 
    ( 
        //{ 
        //    file "someLine.eMesh"; 
        //    level 2; 
        //} 




    // Surface based refinement 
    // ~~~~~~~~~~~~~~~~~~~~~~~~ 
 




    // every cell intersecting a surface gets refined up to the 
minimum level. 
    // The second level is the maximum level. Cells that 'see' 
multiple 
    // intersections where the intersections make an 
    // angle > resolveFeatureAngle get refined up to the maximum 
level. 
 
    refinementSurfaces 
    { 
        terrain 
        { 
            // Surface-wise min and max refinement level 
            level (2 2); 
 
            // Optional region-wise level specification 
/* 
            regions 
            { 
                windTurbine 
                { 
                    level (3 3); 
                } 
            } 
*/ 
            //- Optional angle to detect small-large cell situation 
            //  perpendicular to the surface. Is the angle of face 
w.r.t. 
            //  the local surface normal. Use on flat(ish) surfaces 
only. 
            //  Otherwise leave out or set to negative number. 
            //perpendicularAngle 10; 
 
 
            //- Optional faceZone and (for closed surface) cellZone 
with 
            //  how to select the cells that are in the cellZone 
            //  (inside / outside / specified insidePoint) 
            //faceZone sphere; 
            //cellZone sphere; 
            //cellZoneInside inside;  //outside/insidePoint 
        } 
    } 
 
    resolveFeatureAngle 30; 
 
 
    // Region-wise refinement 
    // ~~~~~~~~~~~~~~~~~~~~~~ 
 
    // Specifies refinement level for cells in relation to a surface. 
One of 
    // three modes 
    // - distance. 'levels' specifies per distance to the surface the 
    //   wanted refinement level. The distances need to be specified 
in 
    //   descending order. 
    // - inside. 'levels' is only one entry and only the level is 
used. All 
    //   cells inside the surface get refined up to the level. The 
surface 
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    //   needs to be closed for this to be possible. 
    // - outside. Same but cells outside. 
 
    refinementRegions 
    { 
        windTurbine1 
        { 
            mode inside; 
            levels ((6 6)); 
        } 
        //sphere.stl 
        //{ 
        //    mode distance; 
        //    levels ((1.0 5) (2.0 3)); 
        //} 
    } 
 
 
    // Mesh selection 
    // ~~~~~~~~~~~~~~ 
 
    // After refinement patches get added for all refinementSurfaces 
and 
    // all cells intersecting the surfaces get put into these patches. 
The 
    // section reachable from the locationInMesh is kept. 
    // NOTE: This point should never be on a face, always inside a 
cell, even 
    // after refinement. 
    locationInMesh (412000 4569500 500); 
 
 
    // Whether any faceZones (as specified in the refinementSurfaces) 
    // are only on the boundary of corresponding cellZones or also 
allow 
    // free-standing zone faces. Not used if there are no faceZones. 





// Settings for the snapping. 
snapControls 
{ 
    //- Number of patch smoothing iterations before finding 
correspondence 
    //  to surface 
    nSmoothPatch 3; 
 
    //- Relative distance for points to be attracted by surface 
feature point 
    //  or edge. True distance is this factor times local 
    //  maximum edge length. 
    tolerance 4.0; 
 
    //- Number of mesh displacement relaxation iterations. 
    nSolveIter 30; 
 
    //- Maximum number of snapping relaxation iterations. Should stop 
    //  before upon reaching a correct mesh. 







// Settings for the layer addition. 
addLayersControls 
{ 
    // Are the thickness parameters below relative to the undistorted 
    // size of the refined cell outside layer (true) or absolute sizes 
(false). 
    relativeSizes true; 
 
    // Per final patch (so not geometry!) the layer information 
    layers 
    { 
    } 
 
    // Expansion factor for layer mesh 
    expansionRatio 1.0; 
 
 
    // Wanted thickness of final added cell layer. If multiple layers 
    // is the thickness of the layer furthest away from the wall. 
    // Relative to undistorted size of cell outside layer. 
    // See relativeSizes parameter. 
    finalLayerThickness 0.3; 
 
    // Minimum thickness of cell layer. If for any reason layer 
    // cannot be above minThickness do not add layer. 
    // See relativeSizes parameter. 
    minThickness 0.25; 
 
    // If points get not extruded do nGrow layers of connected faces 
that are 
    // also not grown. This helps convergence of the layer addition 
process 
    // close to features. 
    // Note: changed(corrected) w.r.t 17x! (didn't do anything in 17x) 
    nGrow 0; 
 
 
    // Advanced settings 
 
    // When not to extrude surface. 0 is flat surface, 90 is when two 
faces 
    // are perpendicular 
    featureAngle 60; 
 
    // Maximum number of snapping relaxation iterations. Should stop 
    // before upon reaching a correct mesh. 
    nRelaxIter 5; 
 
    // Number of smoothing iterations of surface normals 
    nSmoothSurfaceNormals 1; 
 
    // Number of smoothing iterations of interior mesh movement 
direction 
    nSmoothNormals 3; 
 
    // Smooth layer thickness over surface patches 
    nSmoothThickness 10; 
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    // Stop layer growth on highly warped cells 
    maxFaceThicknessRatio 0.5; 
 
    // Reduce layer growth where ratio thickness to medial 
    // distance is large 
    maxThicknessToMedialRatio 0.3; 
 
    // Angle used to pick up medial axis points 
    // Note: changed(corrected) w.r.t 16x! 90 degrees corresponds to 
130 in 16x. 
    minMedianAxisAngle 90; 
 
    // Create buffer region for new layer terminations 
    nBufferCellsNoExtrude 0; 
 
 
    // Overall max number of layer addition iterations. The mesher 
will exit 
    // if it reaches this number of iterations; possibly with an 
illegal 
    // mesh. 
    nLayerIter 50; 
 
    // Max number of iterations after which relaxed meshQuality 
controls 
    // get used. Up to nRelaxIter it uses the settings in 
meshQualityControls, 
    // after nRelaxIter it uses the values in 
meshQualityControls::relaxed. 





// Generic mesh quality settings. At any undoable phase these 
determine 
// where to undo. 
meshQualityControls 
{ 
    //- Maximum non-orthogonality allowed. Set to 180 to disable. 
    maxNonOrtho 65; 
 
    //- Max skewness allowed. Set to <0 to disable. 
    maxBoundarySkewness 20; 
    maxInternalSkewness 4; 
 
    //- Max concaveness allowed. Is angle (in degrees) below which 
concavity 
    //  is allowed. 0 is straight face, <0 would be convex face. 
    //  Set to 180 to disable. 
    maxConcave 80; 
 
    //- Minimum pyramid volume. Is absolute volume of cell pyramid. 
    //  Set to a sensible fraction of the smallest cell volume 
expected. 
    //  Set to very negative number (e.g. -1E30) to disable. 
    minVol 1e-13; 
 
    //- Minimum quality of the tet formed by the face-centre 
    //  and variable base point minimum decomposition triangles and 
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    //  the cell centre.  Set to very negative number (e.g. -1E30) to 
    //  disable. 
    //     <0 = inside out tet, 
    //      0 = flat tet 
    //      1 = regular tet 
    minTetQuality 1e-30; 
 
    //- Minimum face area. Set to <0 to disable. 
    minArea -1; 
 
    //- Minimum face twist. Set to <-1 to disable. dot product of face 
normal 
    //  and face centre triangles normal 
    minTwist 0.05; 
 
    //- Minimum normalised cell determinant 
    //  1 = hex, <= 0 = folded or flattened illegal cell 
    minDeterminant 0.001; 
 
    //- minFaceWeight (0 -> 0.5) 
    minFaceWeight 0.05; 
 
    //- minVolRatio (0 -> 1) 
    minVolRatio 0.01; 
 
    //must be >0 for Fluent compatibility 
    minTriangleTwist -1; 
 
    //- If >0 : preserve single cells with all points on the surface 
if the 
    //  resulting volume after snapping (by approximation) is larger 
than 
    //  minVolCollapseRatio times old volume (i.e. not collapsed to 
flat cell). 
    //  If <0 : delete always. 
    //minVolCollapseRatio 0.5; 
 
 
    // Advanced 
 
    //- Number of error distribution iterations 
    nSmoothScale 4; 
    //- Amount to scale back displacement at error points 




    // Optional : some meshing phases allow usage of relaxed rules. 
    // See e.g. addLayersControls::nRelaxedIter. 
    relaxed 
    { 
        //- Maximum non-orthogonality allowed. Set to 180 to disable. 
        maxNonOrtho 75; 






// Merge tolerance. Is fraction of overall bounding box of initial 
mesh. 
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    version     2.0; 
    format      ascii; 
    class       dictionary; 
    object      topoSetDict; 
} 
 
// * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * 




    // actuationDisk1 
    { 
        name    actuationDisk1CellSet; 
        type    cellSet; 
        action  new; 
        source  boxToCell; 
        sourceInfo 
        { 
            box (411800 4569300 100) (411840 4569301 140); 
        } 
    } 
    { 
        name    actuationDisk1; 
        type    cellZoneSet; 
        action  new; 
        source  setToCellZone; 
        sourceInfo 
        { 
            set actuationDisk1CellSet; 
        } 
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4. Annex D: OpenFoam Results 
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