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Sammendrag
Ved en overgang til nye tjenester, som overføring og prosessering av tidskon-
tinuerlige medietyper i datanettverk stilles det nye krav til applikasjoner og
nettverksinfrastruktur. I den forbindelse er det behov for systemer som støt-
ter opp om forvaltning av tjenestekvalitet (QoS). Denne oppgaven retter seg
inn mot denne problematikken, og gjennom å angripe problemområdet fra
fire bestemte synsvinkler, eller perspektiver, dannes et grunnlag for å utvik-
le en generell arkitektur for forhandling og forvaltning av tjenestekvalitet i
systemet. Sentralt i arkitekturen står en modell for håndtering av mediein-
formasjon, som spiller stor rolle for systemets totale tjenestekvalitet. Denne
modellen omhandler for det første kompatibilitet mellom applikasjoner,
som innebærer utvikling av et rammeverk for testing av interoperabilitet
mellom applikasjoner. I tillegg er det i mediemodellen inkludert et system
for knytting av informasjon om mediekvalitet og ressursbruk til mediety-
per, som gjør det mulig å utvikle et formelt rammeverk for brukerforhand-
ling basert på mediekvalitet, og å bestemme ressursbehov for ulike medie-
konfigurasjoner. Gjennom kontinuerlig å fokusere på de ulike perspektive-
ne, blir hensynet til kravene synlige i hele arkitekturen, og det legges vekt
på at det viktigste kravet er brukernes innflytelse på systemets oppførsel. En
prototype på arkitekturen implementeres og beskrives, og det gjennomføres
tester som viser at det er mulig å la brukerne benytte seg av såkalte adap-
sjonsstrategier for å kontrollere systemets oppførsel i adapsjonssituasjoner.
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Kapittel 1
Innledning
1.1 Motivasjon
Gjennom det siste tiåret har man opplevd en stor utvikling innenfor om-
rådet datakommunikasjon. Tekniske fremskritt, kombinert med nye ap-
plikasjoner har ført til en nærmest eksplosjonsartet utbredelse av digitale
kommunikasjonstjenester. For eksempel var protokollen HTTP og tjenes-
ten World Wide Web sterkt medvirkende faktorer til at Internett har fått
den store utbredelsen det har i dag (Schulzrinne, 1996). Et annet eksempel
er mobiltelefoni, som fra å være et dyrt og tungvint kommunikasjonsmid-
del på 1980-tallet, i dag er blitt en enkel og billig teknologi som er svært
utbredt i det kommersielle markedet.
I de senere årene har man også begynt å fokusere stadig mer på overføring
av tidskontinuerlig data. Dette kan for eksempel være digital video, lyd,
eller animasjoner. Felles for disse medietypene er at de stiller nye krav til
prosessering og overføringstjenester. En kontinuerlig strøm av audio eller
videodata krever mye mer ressurser av datamaskiner og nettverk enn for
eksempel en Web-side som består av kun tekst og bilder.
Flere av de mest utbredte nettverksprotokollene vi har i dag ble utformet
på en tid da det ikke var aktuelt med overføring av slik type data. Det viser
seg at disse systemene nedarver visse egenskaper som gjør at de ikke eg-
ner seg spesielt godt til overføring av tidskontinuerlig trafikk. Problemene
oppstår som oftest på grunn av manglende tjenestekvalitetsforvaltning i
nettverkene, som fører til at forholdene i overføringstjenesten kan variere
svært mye.
Det er flere tiltak som kan settes inn for å bedre situasjonen, noen mer
dramatiske enn andre:
 Utforme nye protokoller og systemer som gir en mer determinis-
tisk tjenestekvalitetsforvaltning. Dette innebærer at man går bort fra
gammel infrastruktur, og erstatter den med ny.
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 Utvide funksjonaliteten til eksisterende systemer, slik at de får bedre
støtte for håndtering av tjenestekvalitet.
 Benytte eksisterende systemer, og fokusere på adaptivitet (at syste-
met dynamisk tilpasser seg etter forholdene).
Det skjer kontinuerlig en utvikling på de to første punktene. Nye systemer
blir utviklet, og utvidelser til eksisterende systemer kommer også til. Men
slike tiltak er kostbare, og nettverkssystemer er ofte ikke homogene, slik at
det er urealistisk å anta at man skal kunne klare å erstatte eller oppgrade-
re eksisterende systemer fullstendig. Så det mest sannsynlige vil være at
nye og utvidede systemer vil måtte sameksistere med eldre systemer (Na-
hrstedt og Chen, 1998). I mange tilfeller vil det heller ikke være praktisk
mulig å tilby en deterministisk tjenestekvalitetsforvaltning, for eksempel
hvis kommunikasjonen må foregå over en ustabil radiolinje, eller hvis ikke
alle deler av et nettverk er blitt oppgradert til å støtte ny funksjonalitet.
I slike tilfeller vil adaptivitet være et nøkkelord. Det vil si at systemet er
bevisst på at ressurstilgangen er begrenset og variabel, og tilpasser sin
ressursbruk etter denne. Dette kan illustreres med et konkret eksempel:
vi kan tenke oss at en person ser på video gjennom en mobil håndholdt
terminal. Dersom personen beveger seg fritt rundt omkring, vil mottaker-
forholdene kunne variere over tid, avhengig av terrenget og støyforhold.
Hvis personen kommer inn i et område med mye støy, vil terminalen ik-
ke være i stand til å ta i mot like mye data som ellers, og resultatet er at
kvaliteten på videoen, slik brukeren ser det, forringes. Muligens vil bildet
oppleves hakkete, og hvis man i tillegg til video også sender lyd, vil lyd og
bilde kanskje være ikke-synkronisert. Grunnen til at dette skjer, er at ap-
plikasjonen som sender video ikke er klar over at mottakerforholdene er
forverret, og fortsetter å sende data som før.
En mulig løsning på dette problemet er for eksempel at senderen går over
til å sende videostrømmen i et annet videoformat, der kvaliteten er noe
dårligere, men ressurskravene er lavere slik at bildet oppleves jevnere. En
annen løsning vil kanskje være å unnlate enten lyd eller video fra overfø-
ringen, avhengig av hvilken som anses å være viktigst for brukeren. Etter
en periode, hvis personen igjen befinner seg på et sted med bedre motta-
kerforhold, kan man så gå tilbake til den opprinnelige konfigurasjonen.
1.1.1 Rammene rundt oppgaven
Én vanlig tilnærming til problematikken rundt behandling av tjenestekva-
litet i endesystemer og nettverk er å utvikle såkalte QoS-arkitekturer, for
eksempel (Wolf og Herrtwich, 1994; Campbell et al., 1994). Slike arkitek-
turer innebærer en organisering av kommunikasjonssystemet, ved hjelp
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Figur 1.1: Nettverksinfrastrukturen i ENNCE-prosjektet.
av nye komponenter og protokoller, på en slik måte at det settes i stand
tilby en grad av tjenestekvalitet.
Denne oppgaven gjøres innenfor et slikt rammeverk, ENNCE (ENNCE,
2001; Leister og Holmes, 1999; Leister og Spilling, 1998), som står for En-
hanced Next-Generation Networked Computing Environment, og er et pro-
sjekt som involverer flere parter, blant annet Norsk Regnesentral, Institutt
for Informatikk ved Universitetet i Oslo, Institutt for Informatikk ved U-
niversitetet i Tromsø og Universitetsstudiene på Kjeller (UniK). Prosjektet
fokuserer på neste generasjons data- og kommunikasjonsomgivelser, der
det legges vekt på å utvikle en referansemodell for forhandling om tjenes-
tekvalitet mellom endesystemer som er involvert i multimediekommuni-
kasjon på internett, i intranett, eller mobile enheter. Et av hovedfokusom-
rådene i ENNCE er nettopp å utvikle et rammeverk, eller en arkitektur, for
håndtering av tjenestekvalitet.
I den forbindelse er det i samarbeid med UNINETT (det landsomfattende
datanettet for forskning og utdanning) opprettet en nettverksinfrastruk-
tur som skal tjene som en platform for forskning og eksperimentering (A-
arhus et al., 1999). Platformen er bygget opp slik at de ulike institusjonene
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er bundet sammen ved hjelp av ATM fra UNINETT, mens det er opprettet
distribuerte laboratorier, basert på IPv4 og IPv6. Tjenestekvalitet oppnås
gjennom konfigurering av ATM-linker og ressursreservasjon med RSVP.
En oversikt over den lokale infrastrukturen som deles mellom Norsk Reg-
nesentral (NR) og Institutt for informatikk (Ifi), Universitetet i Oslo kan
sees i figur 1.1.
1.2 Problemstilling
I denne oppgaven tar vi utgangspunkt i at situasjoner alltid vil kunne opp-
stå der forvaltningen av tjenestekvalitet ikke vil være deterministisk. For
det første vil nye tjenester komme til, med nye krav til tjenestekvalitet.
Samtidig vil man i mange tilfeller oppleve å ha en nettverksinfrastruktur
som ikke støtter garantert tjenestekvalitet. Mange applikasjoner vil der-
med måtte være forberedt på å stå overfor en situasjon der adapsjon er
nødvendig, og det vil det være et behov for et system som tilrettelegger for
adaptivitet, samtidig som det utnytter eventuelle tjenestekvalitetsgaran-
tier.
Vi kan oppsummere vår målsetning med oppgaven i et spørsmål:
Hvordan bør en generell arkitektur for forvaltning av QoS i en-
desystemene se ut for best mulig å kunne ivareta brukernes in-
teresser, samtidig som det taes hensyn til de nye kravene som
oppstår i forbindelse med en overgang til nye tjenester?
For å kunne være i stand til å gi en besvarelse på dette spørsmålet er det
nødvendig å utforme en modell som er basis for vår analyse. Derfor vil vi
her kort presentere bakgrunnen for hvordan vi utformer vår arkitektur i
de neste avsnittene. Vi vil ikke gå fullstendig inn på hvordan arkitekturen
ser ut, men presentere det som er nødvendig for at leseren skal kunne
sette seg inn i problematikken og forutsetningene som ligger til grunn for
resten av oppgaven.
1.2.1 Utgangspunktet
Som utgangspunkt for vår analyse velger vi å bruke en konseptuell mo-
dell av endesystemer som vist i figur 1.2 på neste side. Modellen består av
et datamaskinbasert system, i stand til å kjøre applikasjoner som konsu-
merer eller produserer strømmer av tidskontinuerlige medier. I tillegg har
systemet støtte for å kommunisere med andre systemer gjennom et nett-
verk, og å kommunisere med brukeren gjennom et brukergrensesnitt. Vi
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har valgt å modellere brukeren som en del av endesystemet. Den typen
applikasjoner vi konsentrerer oss om denne sammenhengen, består av
funksjonalitet for å utføre en eller begge av disse oppgavene: mediepro-
sessering og dataoverføring. I tillegg kan de ha et brukergrensesnitt, men
ikke nødvendigvis, vi kan for eksempel tenke oss at en slik applikasjon er
en videoserver. Legg også merke til at vi har valgt å skille ut kommuni-
kasjonssystemet som en egen del av et systemlag i modellen, fordi disse
vanligvis regnes som egne, selvstendige systemer, uavhengig av operativ-
systemer. Men de kan begge anses å være deler av et system som forvalter
ressurser og tilbyr tjenester til applikasjonene. Vi ønsker å fokusere på at
Operativsystem
Endesystem
Applikasjoner
Kommunikasjons-
system
Nettverk
Figur 1.2: Konseptuell modell av et endesystem
brukerens subjektive oppfatning av tjenestekvaliteten er det viktigste kra-
vet til modellen. Det er denne oppfattelsen som er den største faktoren
når et system bedømmes av de som faktisk bruker det. Det finnes en rek-
ke faktorer som har innvirkning på dette. Vi kan nevne:
 Hvilke medieformater som benyttes. Det er store forskjeller i kvalitet
mellom de kodingsformatene, og det er viktig for brukerne at riktige
formater blir valgt til riktig tid.
 Tilgjengelige ressurser. Ressursknapphet i systemet er en viktig kilde
til at kvaliteten på medieoverføringen synker.
 Graden av brukerstøtte. Noe av det viktigste for brukerne er ofte at
de informeres om hva som foregår i systemet, og hva som eventuelt
vil komme til å skje hvis systemet kommer i ubalanse.
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1.2.2 Ulike perspektiver
En nyttig måte å spesifisere krav til et system, er å forsøke å se det fra ulike
synsvinkler, eller perspektiver. Denne metoden kan også være til hjelp når
man skal gruppere de ulike kravene inn i funksjonelt adskilte domener.
Utfra observasjonene over, velger vi å definere følgende perspektiver som
vi vil angripe problemstillingen utfra:
Medieperspektivet Alle medieformater har karakteristikker som innvir-
ker på brukernes oppfattelse av QoS. De av karakteristikkene som er va-
riable kalles ofte for medieparametere, eller QoS parametere på applika-
sjonsnivå, se kapittel 2. Ved å variere disse, kan man på den ene siden sør-
ge for at mediestrømmens ressursbehov forandres, og på den andre siden
justere den kvaliteten som brukerne oppfatter. Et viktig krav til modellen
er at den tar hensyn til disse egenskapene i medieformatene.
Ressursperspektivet Forvaltning av systemets ressurser er viktig for sy-
stemets totale balanse. Et krav til modellen fra dette perspektivet blir der-
med at det må finnes funksjonalitet for å reservere systemressurser der
dette er mulig, og å overvåke ressurstilgangen der man ikke har mulighet
til å gi reservasjoner.
Applikasjonsperspektivet I denne sammenhengen blir applikasjonsut-
viklere stilt overfor mange utfordringer der det finnes liten eller ingen støt-
te fra systemet. Det dreier seg nærmere bestemt om rutiner for forhand-
ling ved oppsetting av forbindelser, rutiner for å forhandle med bruker-
ne, og forhandling om hvilke medieformater som støttes av begge sider. I
tillegg mangler det støtte for å implementere en adapsjonsstrategi. I da-
gens situasjon må mye av denne funksjonaliteten må implementeres på
nytt for hver applikasjon. Det er dermed et krav til modellen at den skal
inneholde støtte for disse oppgavene. Vi ønsker at en applikasjonsutvik-
ler skal kunne spesifisere hvilke medieformater som støttes og hvilke uli-
ke konfigurasjoner disse eventuelt kan kombineres i, og på bakgrunn av
denne spesifikasjonen benytte seg av tjenester for å beregne applikasjo-
nens kompatibilitet med andre applikasjoner. I tillegg er det et behov for
at applikasjonen skal kunne få beskjed om hvilke konfigurasjoner brukere
velger, og hva som skal gjøres i en adapsjonssituasjon.
Brukerperspektivet Alle brukere er individuelt forskjellige, med hensyn
til preferanser og ekspertise. Noen brukere sitter med store tekniske kunn-
skaper om for eksempel datakommunikasjon og digitale medieformater,
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mens andre er typiske “sluttbrukere”, som ikke er spesielt opptatt av tek-
nologien, men allikevel er opptatt av kvaliteten på det de mottar. Felles
for de fleste brukere er at de ønsker å føle at det er de som kontrollerer
applikasjonen, og at det ikke blir gjort valg for dem utenfor deres innfly-
telse. Derfor stiller vi krav om at modellen må ta hensyn til heterogenitet i
brukermassen, og at den må være åpen, slik at brukerne selv har kontroll,
på det ekspertisenivået de befinner seg.
1.2.3 Utvikling av en arkitektur
Utfra perspektivene over og kravene som stilles til modellen, foreslår vi
en generell endesystemarkitektur som vist i figur 1.3. Hver komponent er
ment å håndtere funksjonalitet innenfor sitt adskilte domene:
User Agent (eller brukeragenten), er ment å støtte brukerne i forhand-
lingssituasjoner der de må velge mellom ulike konfigurasjoner og
velge adapsjonsstrategier.
Media KB (“Media Knowledge Base”) skal ta hånd om funksjonaliteten
som kreves i medieperspektivet. Denne komponenten forvalter me-
tainformasjon om ulike medieformater, for eksempel spesifiseringer
av hvilke medieparametere som kan settes, og funksjonalitet for å
bestemme hvor mye systemressurser et medieformat krever, basert
på medieparameterene.
Reservation Agent (reservasjonsagenten) befinner seg på systemlaget, og
den har som oppgave å overvåke sentrale systemressurser, og i til-
legg sørge for reservasjoner av disse der dette er mulig.
Applikasjoner , som ikke er en del av arkitekturen, er tatt med i figuren
for å tydeliggjøre at applikasjonsperspektivet er inkorporert i model-
len.
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Service Agent er ment å være en sentral koordinator i arkitekturen. Det
er meningen at denne komponenten skal svare til det helhetlige per-
spektivet i modellen, og sy sammen funksjonaliteten til et enhetlig
system. I tillegg har denne komponenten ansvar for å sjekke me-
diekompatibilitet mellom ulike applikasjoner, og å formidle kontakt
mellom komponenter, både innenfor et endesystem og mellom en-
desystemer.
Komponentene er ment å være løst koblet, ved at de har minimalt med
interne avhengigheter, slik at de enklest mulig kan byttes ut, eller utvides.
Dette vil for eksempel være aktuelt med brukeragenten, i tilfeller der for-
skjellige brukere ønsker forskjellig nivå av brukerstøtte.
1.2.4 Presisering av problemstilling og metode
For å kunne gi en fornuftig besvarelse på spørsmålet i problemstillingen,
er vi nødt til å dele det opp i mindre, mer konkrete delspørsmål. Vi vil finne
ut hvor godt vår modell svarer til de kravene vi stiller til den, og om den vil
kunne fungere i praksis. Derfor ønsker vi å få svar på disse spørsmålene.
 Er perspektivene veldefinert? Hvor godt beskriver perspektivene si-
tuasjonen i systemet som et hele?
 Ivaretagelse av perspektivene. Hvor godt gjenspeiles kravene fra hvert
av perspektivene i arkitekturen? Blir nødvendig funksjonalitet tatt
hånd om?
 Hvor generell er modellen? Vil den fungere på systemer med QoS-
garantier? Vil den fungere på systemer uten garantier?
Dette er en praktisk rettet hovedoppgave, og for å besvare spørsmålene
våre, ønsker vi å implementere deler av arkitekturen i en prototype, og
teste den ut ved hjelp av en applikasjon. Det ville være en alt for stor opp-
gave å skulle implementere alle nødvendige komponenter, og vi har der-
for valgt å begrense oss til å omfatte de mest essensielle av dem, nærmere
bestemt:
 Service Agent, som må implementeres relativt komplett, ettersom
den utgjør en helt sentral del av arkitekturen.
 En delvis implementasjon av User Agent, som har nok funksjonalitet
til at vi skal få utført våre tester.
 Integrering av en applikasjon i rammeverket.
 Designe en kontrollprotokoll som komponentene skal kommunise-
re gjennom.
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Kapittel 2: Bakgrunn I dette kapittelet vil vi gå igjennom en del bakgrunns-
stoff som er viktig for å ha forståelse for hvordan vi utformer arkitek-
turen.
Kapittel 3: Mediemodell tar for seg viktige aspekter ved behandling av
informasjon omkring medietyper og hvordan dette potensielt kanha
stor innvirkning på tjenestekvalitet. Vi vil her presentere en modell
for behandling av slik informasjon, og hvordan man kan utnytte den
i arkitekturen.
Kapittel 4: Vår Arkitektur er i sin helhet dedikert til å omhandle hvordan
arkitekturen er bygget opp, hvordan de ulike komponentene funge-
rer og interaksjonen mellom komponentene.
Kapittel 5: Implementasjon dreier seg om design og implementasjon av
komponentene og kommunikasjonsprotokollen i arkitekturen. Vi tar
for oss viktige detaljer om teknologivalg, og beskriver observasjo-
ner vi gjør i forbindelse med implementeringen av komponenter og
praktiske tester.
Kapittel 6: Evaluering inneholder diskusjoner der vi ser arkitekturen i lys
av problemstillingen, der vi legger særlig vekt på at de ulike perspek-
tivene skal ivaretas. I tillegg presenterer vi vår konklusjon for arbei-
det her, og interessante pekere til videre arbeid.

Kapittel 2
Bakgrunn
Dette kapittelet er ment å tjene som en introduksjon til de begrepene og
problemstillingene som omhandles i oppgaven. Målet er at leseren skal
være kjent med domenet vi opererer innenfor når vi presenterer proble-
matikken bak og grunnlaget for våre valg i forhold til arkitekturen.
2.1 En viktig utvikling
Tradisjonelt har overføring av medier slik som video eller audio over Inter-
nett ikke vært noe tema. Ressurser som båndbredde og lagringskapasitet
har ikke vært tilstrekkelige til å imøtekomme kravene som stilles ved be-
handling av denne typen data.
2.1.1 Nye tjenester
Etterhvert har den tekniske utviklingen ført til at det er mulig å prosessere
og overføre for eksempel lyd og video over nettverk. Mange tjenestetilby-
dere ønsker for eksempel å tilby “video on demand”, det vil si at brukere
kan kontakte en video-tjener, bla igjennom et utvalg av filmer, og så laste
ned sin favorittfilm for å se den hjemme. Et annet eksempel på en slik tje-
neste er digital TV, i mer eller mindre interaktiv form. Og man kan tenke
seg at fjernundervisning ved hjelp av overføring av video og lyd fra læreren
og de andre deltakerne blir mer og mer vanlig. Teleselskaper og kabelope-
ratører ser et stort kommersielt potensiale i slike tjenester, og satser store
summer for å bringe denne teknologien ut til hjemmene ved å oppgradere
sine nett.
Felles for mange av disse tjenestene er at de overfører mye data og krever
kort responstid, og at de er følsomme for variasjoner i responstiden. Et ek-
sempel på en applikasjon der dette er viktig, er videokonferanser, der selv
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små forsinkelser i overføringen kan virke svært forstyrrende på en samta-
le.
For å realisere de nye tjenestene kreves det at man har metoder for å spesi-
fisere krav til tjenestekvalitet, samt å forvalte QoS på en slik måte at appli-
kasjonene faktisk får tildelt den tjenestekvaliteten de krever for å fungere
tilfredsstillende. Dette har vist seg å være en ikke-triviell oppgave, og har
vært viet stor oppmerksomhet i forskningsmiljøer over lang tid.
2.1.2 Nye utfordringer
Når man får tilstrekkelig med ressurser til å tilby en tjeneste, vil man er-
faringsmessig ønske å tilby nye tjenester, med økte ytelseskrav, samtidig
som man forbedrer kvaliteten på eksisterende tjenester. Dette fører igjen
til at man får behov for mer ressurser, og vi får en slags spiraleffekt, i (An-
derson et al., 1990) kalt window of scarcity, eller “knapphetsvinduet”. Den-
ne effekten gjør at man i prinsippet alltid vil stå overfor en situasjon der
en må ta hensyn til at ressurstilgangen er begrenset. Derfor vil det hel-
ler ikke være nok kun å øke ytelsen på systemene uten å ha en fornuftig
forvaltning av tilgjengelige ressurser.
Problemet med mange av de mest utbredte nettverksprotokoller og ope-
rativsystemer er at de ikke tilbyr håndtering av tjenestekvalitet, verken på
spesifikasjonsnivå eller forvaltningsnivå. Tjenestebrukere har ingen ga-
rantier for at deres krav til tjenestekvalitet kan imøtekommes av tjeneste-
tilbydere, og vi får en konkurransesituasjon der alle konkurrerer om et sett
med begrensede ressurser.
2.2 Tidskontinuerlige medier
Hovedfokus i denne oppgaven ligger på prosessering og overføring av tids-
kontinuerlige medier, som audio og video. Slike medietyper har, i motset-
ning til diskrete medietyper som for eksempel bilder eller tekst, en tidsdi-
mensjon knyttet til seg. Det prinsipielle skillet som eksisterer mellom sli-
ke medietyper kan illustreres gjennom å sammenligne bilder med video.
Bilder kan karakteriseres ved romlige parametere som bredde, høyde og
oppløsning, mens man for video i tillegg har behov for å spesifisere tids-
parameteren rammer per sekund, som definerer dynamikken i mediet.
Ofte dukker begrepet multimedia opp i situasjoner der man omtaler tids-
kontinuerlige medier. I følge Steinmetz og Nahrstedt (1995) kan man ka-
rakterisere et system som et multimediesystem først når det innebefatter
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prosessering og overføring av flere medietyper, der minst én av mediety-
pene er tidskontinuerlig og en er diskret. Denne terminologien er imidler-
tid ikke brukt konsistent i litteraturen, og vi vil derfor presisere at vi letter
på dette kravet, slik at når vi benytter termen “multimedia” i denne opp-
gaven kan det likestilles med “tidskontinuerlige medier”.
2.2.1 Videokompresjon
For å kunne overføre digital video over nettverk er det nødvendig å utføre
kompresjon. Uten kompresjon ville det med dagens teknologi ikke vært
mulig å sende video i større utstrekning, fordi det krever store ressurser.
For eksempel vil video i HDTV-kvalitet ukomprimert kreve en båndbred-
de på 81 MB (megabyte) per sekund (Gemmel et al., 1995).
Å komprimere videodata innebærer å fjerne redundans, slik at den totale
mengden data reduseres. Man kan dele kompresjonsteknikker i to grup-
per, de som utfører såkalt “lossy” kompresjon (med tap av informasjon),
og den andre, som kalles “lossless”. Forskjellen mellom disse er at hvis
man utfører lossy kompresjon, er det ikke mulig å reprodusere originalen,
noe av informasjonen forsvinner i prosessen.
Vi vil i de neste avsnittene gå gjennom hovedprinsippene bak en populær
metode for å representere video for kompresjon, for å illustrere forholdet
mellom medieparametere og mediekvalitet, som er hyppig gjentatt tema
senere i oppgaven.
DCT
Discrete Cosine Transform (Strang, 1999) er basis for mange kodingsfor-
mater, for eksempel JPEG, MPEG og H.261. Grunnen til at man utfører slik
transformasjon er å transformere bildedata (romlig representasjon) over
i frekvensdomenet, som er en nyttig form å representere bilder på, fordi
man i dette domenet enklere kan skille mellom informasjon som er viktig
for den menneskelige oppfattelsen og det som er mindre viktig. Det er slik
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Figur 2.2: Blokken H kvantiseres ved hjelp av tabellen Q
at for det menneskelige øyet er lave frekvenser i bildet den viktigste kilden
til informasjon. Lave frekvenser korresponderer med langsomme forand-
ringer i fargeintensiteten i bildet, som for eksempel bølger i et landskap,
mens man finner høyfrekvent informasjon i raske forandringer i intensi-
teten, som mellom løvene i et tre, eller krusninger på en vannoverflate.
Hovedfremgangsmåten i DCT-transformasjonen er først å dele input-bildet
i blokker. I MPEG-koding benyttes for eksempel blokker på 8  8 pixeler
(MPEG2-FAQ, 1996). En slik blokk transformeres deretter til en tilsvarende
blokk med frekvensinformasjon.
Hvish(x; y) representerer input-bildet, størrelseMN , finner vi det trans-
formerte bildet H(u; v) på denne måten:
H(u; v) =
2
p
MN
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X
x=0
N 1
X
y=0
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2M
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Denne prosessen kalles FDCT (Forward DCT), og er i teorien fullstendig
reverserbar. Den motsatte prosessen kalles IDCT:
h(x; y) =
2
p
MN
M 1
X
u=0
N 1
X
v=0
C(u)C(v)H(u; v)cos
(2x + 1)u
2M
cos
(2y + 1)v
2N
En fremstilling kan sees i figur 2.1, for (M;N) = 8. En transformert blokk
har den egenskapen at frekvensinformasjonen i det opprinnelige bildet er
distribuert over koeffisientene i blokken. På denne måten tilsvarer H(0; 0)
koeffisienten for frekvens lik 0, det vil si ingen bevegelser i noen retning,
mens H(M;N) er koeffisienten med høyest frekvens både i horisontal og
vertikal retning. H(0; 0) kalles også DC-koeffisienten, og er gjennomsnit-
tet av alle frekvensene i det opprinnelige bildet.
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Stien som følges ved kompresjon av den transformerte og kvantiser-
te blokken H 0
DCT innebærer ingen kompresjon, men en representasjon av bilder på
en form som egner seg for dette. Ettersom koeffisientene i en transfor-
mert blokk representerer høyere frekvenser med økende (u; v), og høye
frekvenser er mindre viktige, kan blokken kvantiseres til en ny blokk, H 0,
ved hjelp av en tabell Q, slik at H 0(u; v) = H(u; v)=Q(u; v), og H 0 rundes til
nærmeste heltall. Tabellen Q kan ha høyere verdier for høyere frekvenser,
som dermed gis lavere signifikans. Figur 2.2 illustrerer denne prosedyren.
Det finnes typisk flere varianter av tabellen Q, med varierende grad av
kvantisering. Hvilken variant som skal benyttes oppgis vanligvis som en
parameter til kodings- og dekodingsprosessen, og kalles quantizer scale,
eller kvantiseringsfaktor. Se også avsnitt 2.2.2.
Det er i kvantiseringsfasen at man opplever tap av kvalitet. Fordi man vel-
ger å skalere ned visse frekvenskomponenter gjennom bruk av kvantise-
ringsmatrisen Q, er det ikke lenger mulig å utføre IDCT-koding av blok-
ken H 0 og få tilbake den opprinnelige blokken h. Samtidig er det tabellen
Q som avgjør hvor sterk kompresjon som kan oppnås. Har den gjennom-
gående høye verdier for de høyeste frekvensene, vil H 0 statistisk kunne ha
mange lignende (lave) koeffisienter for høye frekvenser. Dette kan uttnyt-
tes ved å rearrangere DCT-koeffisientene i H 0 i et endimensjonelt array,
gjennom å følge stien om vist i figur 2.3. Dette arrayet vil nå kunne egne
seg for en form for entropikoding, det vil si at man koder input-sekvensen
av data med et minimum antall bits. Man kan for eksempel benytte Run-
length eler Huffmankoding (Gonzalez og Woods, 1992) i denne prosessen,
som for eksempel i MPEG (Le Gall, 1991).
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2.2.2 Medieparametere
Alle medieformater har en eller flere parametere som har innflytelse på
brukerens oppfattelse av kvaliteten på mediet. Alle kodingsformater har
forskjellige egenskaper, og visse av disse egenskapene kan parameterise-
res til parametere på applikasjonsnivå.
Vi tar for oss noen mulige parametere som kan benyttes til å beskrive tje-
nestekvalitet på applikasjonsnivå for video basert på DCT. Disse er:
 Quantizer Scale. Dette er parameteren som styrer hvilken tabell som
skal benyttes for å kvantisere DCT-koeffisientene i hver blokk, som
beskrevet i avsnitt 2.2.1. Vanligvis vil det være slik at lavere kvantise-
ringsfaktor innebærer en høyere kvalitet på mediet.
 Samplerate beskriver hvor mange bilder per sekund videoen samples
med. Desto høyere verdi denne parameteren har, jo bedre oppleves
kvaliteten.
 Framesize bestemmer størrelsen på hver videoramme, oppgitt som
par av høyde og bredde.
Disse parameterene er ikke spesifikke for et format, selv om det er mulig å
forfine modellen og ta med parametere som for eksempel gir mening for
MPEG uten å være relatert til H.261.
Man kan oppnå store variasjoner i båndbreddebehov ved å variere para-
meterene. Fukuda et al. (1997) presenterer resultater for målinger som er
gjort for MPEG-video ved å variere parameterene over. Ved en samplerate
på 30 fps, framesize på (640480) og en quantizer scale på 10, ble det målt
et båndbreddebehov på 14.373 Mbps. Ved å forandre quantizer scale til 40
oppnådde man at båndbreddebehovet ble redusert til 5.414 Mbps. Ved i
tillegg å redusere kvaliteten på de andre parameterene til et minimum, b-
le det oppnådd ytterligere reduksjoner i båndbreddebehov til langt under
1 Mbps.
2.3 Viktige definisjoner
2.3.1 Mediespesifikasjoner og konfigurasjoner
Senere i oppgaven vil vi komme inn på begrepene mediespesifikasjon og
konfigurasjon, og derfor er det nødvendig å klargjøre for hva disse inne-
bærer.
Vi definerer en mediespesifikasjon til å være en beskrivelse av hvilke me-
dieformater som støttes av et endepunkt. Den har form som en liste over
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Figur 2.4: De ulike fasene i en sesjon
medieformater, og for hvert av disse en parameterspesifikasjon. Slike pa-
rameterspesifikasjoner forteller hvilke verdier de ulike medieparametere-
ne kan anta.
Konfigurasjoner er en konkret gruppering av ett eller flere medieforma-
ter, og der alle medieparameterene har en verdi. En konfigurasjon kan for
eksempel bestå av et audioelement og et videoelement, eller video alene.
Man kan se på forholdet mellom spesifikasjoner og konfigurasjoner som
analogt med forholdet mellom klasser og objekter, der en klasse angir e-
genskaper hos den mengden objekter som kan tilhøre den, og et objekt er
én mulig instans av klassen. På samme måte kan man si at en spesifika-
sjon betegner en mengde lovlige konfigurasjoner, mens en konfigurasjon
representerer en instansiering av en spesifikasjon.
2.3.2 Adapsjon og rekonfigurering
Vi definerer adapsjon (på applikasjonsnivå) til å være en forandring i me-
dieparameterene i en eller flere av medieformatene i en konfigurasjon, og
rekonfigurering som å gjøre forandringer i selve strukturen til en konfigu-
rasjon. Dette innebærer å enten bytte ut medieformater med andre, eller
å legge til eller fjerne medieformater fra en eksisterende konfigurasjon. En
rekonfigurasjon er dermed en mer dramatisk operasjon enn en adapsjon.
2.4 Faser i en forbindelse
Det er mulig å klart definere ulike faser i en sesjon for mediekommunika-
sjon. En slik inndeling kan sees i figur 2.4 Det er bestemte oppgaver som
utføres i de forskjellige fasene. I etableringsfasen er målet å komme frem
til en akseptabel konfigurasjon som kan godtas av systemet og brukerne,
og partene må derfor gå igjennom en forhandlingsprosess, som vi vil se
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på i avsnitt 2.7 på side 24. Etter at forhandlingen er ferdig, reserveres res-
surser i systemet, og applikasjonene vil sette opp en mediekonfigurasjon.
Overføringsfasen er hoveddelen av sesjonen, og det er her overføring av
mediedata mellom applikasjonene finner sted. I denne fasen er det nød-
vendig med monitorering for å overvåke ressurstilstanden i systemet, slik
at man kan klarlegge om eventuelle garantier er i ferd med å brytes, eller
om det er behov for adapsjon eller rekonfigurering. I visse tilfeller kan det
være aktuelt med en reforhandling, og man går da tilbake til etablerings-
fasen.
Til slutt, i avslutningsfasen, forbindelsen, og alle reserverte ressurser fri-
gis, slik at de kan benyttes av andre entiteter.
2.5 Tjenestekvalitet
Tjenestekvalitet, eller Quality of Service,1 defineres i CCITT Recommen-
dation E.800 (ITU, 1994) på denne måten:
“The collective effect of service performance which determine
the degree of satisfaction of a user of the service”
QoS er altså i ytterste forstand relatert til hva brukeren oppfatter som bra
eller dårlig, og det er systemets totale QoS som måles.
2.5.1 Tjenesteklasser
Vi kan assosiere en tjeneste med visse krav til tjenestekvalitet. For at en tje-
neste skal fungere tilfredsstillende, er det nødvendig at overføringen opp-
fyller tjenestens krav til QoS. Dette kan for eksempel være krav til bånd-
bredde (overføringskapasitet), eller spesielle synkroniseringskrav, som at
en strøm av lyd skal synkroniseres med en videostrøm.
Vi kan dele inn tjenestekvalitet i flere tjenesteklasser, avhengig av hva som
tilbys av garantier. Det nettverket de fleste kjenner som Internett, med
protokollen IP som fundament, tilbyr en såkalt “best effort QoS”. Det vil
si at nettet ikke kan tilby garantier for tjenestekvaliteten, men forsøker å
etterkomme kravene etter beste evne. Denne tjenestemodellen har vært
tilstrekkelig for å etterkomme kravene til tradisjonelle ikke-interaktive tje-
nester, slik som FTP.
1 Termene tjenestekvalitet og Quality of Service (QoS) benyttes om hverandre i denne
oppgaven
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I den andre enden av spekteret finner vi “guaranteed QoS”. Tjenesteytere
som tilbyr denne tjenesteklassen kan garantere for ressurstilgangen til kli-
enter. I mellom disse to ytterpunktene kan man definere en rekke andre
tjenesteklasser, med varierende grad av garantier.
QoS i Internett
Internet Engineering Task Force (IETF), som er standardiseringsorganisa-
sjonen for Internett, har tatt initiativ til å inkludere støtte for QoS i Inter-
nett. Dette har resultert i begrepet Integrated Services (intserv) (Braden et
al., 1994). Intserv innebærer et fundamentalt paradigmeskifte gjennom å
definere flere utvidelser av arkitekturen som Internett er basert på, ved å
legge til ny funksjonalitet i rutere:
 Tilstandsinformasjon for datastrømmer blir vedlikeholdt i rutere. Det-
te innebærer et skritt bort fra den tradisjonelle modellen for rute-
re, som er tilstandsløs med hensyn til datastrømmer (hver pakke har
blitt individuelt rutet, og ikke blitt ansett for å tilhøre en strøm).
 Reservasjon av ressurser er muliggjort i rutere og mekanismer for
ressurskontroll er gjort eksplisitt. For å reservere ressurser benyttes
protokollen RSVP (Zhang et al., 1993).
I tillegg til den tradisjonelle tjenesten best-effort er det innenfor intserv-
rammeverket definert to andre tjenesteklasser, såkalt “Controlled-Load
Service” (Wroclawski, 1997) og “Guaranteed Service” (Shenker et al., 1997).
Tjenesten Guaranteed Service tilbyr et minimumsnivå for båndbredde, og
i tillegg en nedre grense for ende-til-ende-forsinkelse (White, 1997). Den
er beregnet for applikasjoner med harde krav til leveringstid, slik som au-
dio og videoapplikasjoner.
Controlled-Load Service vil si at en ruter forplikter seg til å tilby en tjeneste
som er ekvivalent med hva som kan oppleves for best-effort på et nettverk
med lite trafikk. Forskjellen mellom Controlled-Load og best-effort er at
dersom trafikken på nettverket skulle øke vil ikke tjenestenivået i klassen
Controlled-Load forverres i like stor grad som man kan forvente for best-
effort.
2.5.2 Lagdeling
Som i Steinmetz og Nahrstedt (1995) vil vi se på QoS-forvaltning som lag-
delt, se figur 2.5. Det finnes flere nivåer av QoS, der det øverste laget kalles
bruker-QoS. Applikasjonen blir dermed en QoS-tjenesteyter i forhold til
brukeren. For å kunne tilby QoS til brukeren, benytter applikasjonen seg
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Figur 2.5: QoS på ulike nivåer i systemet.
av tjenester fra nivået under, systemlaget, som utgjøres av operativsystem
og kommunikasjonssystemet. Disse tilbyr QoS på applikasjonsnivå til ap-
plikasjonen.
2.5.3 QoS parametere
Det er en rekke faktorer som innvirker på hvordan systemets totale QoS
arter seg, og noen lar seg formelt defineres som QoS-parametere. På hvert
nivå i den lagdelte modellen vil vi finne forskjellige typer QoS-parametere.
QoS på brukernivå Det er vanskelig å formelt definere parametere som
bestemmer kvaliteten på dette nivået, fordi alle brukere er individuelt for-
skjellige, og fordi ulike tjenestetyper setter ulike krav til kvaliteten. For
eksempel vil en kvalitet på en videooverføring kunne ansees som “god”
dersom den fungerer som en videotelefon, mens samme kvalitet vil være
uakseptabel dersom den benyttes i medisinsk øyemed.
Applikasjons QoS Ofte vil det være slik at QoS parametere på applika-
sjonsnivå er mediespesifikke, det vil si at de beskriver karakteristikker ved
enkelte medietyper som ikke nødvendigvis er relevante for andre. Et ek-
sempel på dette er parameteren oppløsning for video, som ikke har me-
ning for audio. Samtidig har man også mer generiske parametere, som for
eksempel throughput, delay og responstid.
I tillegg kan man på applikasjonsnivå spesifisere relasjoner mellom medi-
er, som for eksempel synkronisering mellom video og audio.
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System og Nettverks QoS Vi kan dele inn parametere på systemnivå i
to klasser: kvantitative og kvalitative. De kvantitative parameterene kan
evalueres ved målbare kriterier. Eksempler på slike parametere er:
 Båndbredde – mengden data som kan overføres per tidsenhet. Bånd-
bredde måles i bits per sekund.
 Gjennomstrømming – mengden applikasjonsdata som kan overfø-
res for hver tidsenhet. I motsetning til båndbredde regnes ikke her
med såkalt protokolloverhead, det vil si ekstra headere og annen in-
formasjon som blir lagt til i protokollprosesseringen.
 Forsinkelse – tiden det tar å overføre en PDU (Protocol Data Unit)
mellom to endepunkter. Denne parameteren har stor innvirkning på
hvordan brukeren oppfatter interaktiviteten, som for eksempel i en
videokonferanse, men har mindre betydning i applikasjoner som ik-
ke er interaktive, for eksempel video on demand.
 Responstid – tiden det tar for en PDU å sendes fra ett endesystem
til et annet og tilbake igjen. Denne tiden inkluderer også protokoll-
prosessering i endesystemene. Ved høy responstid oppnår man liten
grad av interaktivitet.
 Jitter – variasjon i forsinkelsen ved ende-til-ende-overføring. Det er
mange måter å definere jitter på, et eksempel er statistisk varians i
forsinkelsen.
 Feilrate – andelen PDUer som ikke kan benyttes av mottageren. Det
kan være flere årsaker til at slike feil oppstår: pakker kan for eksempel
gå tapt i nettverket, eller det oppstår bitfeil som ikke lar seg korrigere.
En annen årsak kan være at pakker kommer frem for sent, slik at de
mister sin informasjonsverdi. Dette er spesielt aktuelt ved overføring
av tidskontinuerlige medier. For eksempel vil en pakke som kommer
ett sekund for sent ved live-overføring av audio være verdiløs for ap-
plikasjonen.
Kvalitative kriterier spesifiserer betingelser som trengs for å kunne tilby
QoS, som synkronisering mellom mediestrømmer eller at data må leveres
i riktig rekkefølge. Slike betingelser kan ofte assosieres med andre para-
metere. For eksempel kan synkronisering knyttes til en akseptabel øvre
grense for parameteren skew, (at én strøm betjenes med en høyere rate
enn en annen).
2.5.4 QoS translation
Det finnes en sammenheng mellom parameterene på de ulike nivåene i
modellen over QoS. For eksempel vil brukerens oppfattelse av kvaliteten
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avhenge av valgte parametere på applikasjonsnivå. Samtidig vil brukerens
valg ha innvirkning på tjenestekvaliteten og ressurstilstanden i de under-
liggende lagene. Translation innebærer å oversette QoS parametere på ett
nivå i modellen til et annet. For eksempel kan man oversette fra paramete-
rene rammerate (r), oppløsning (h, v) og bits per pixel (bpp) for (ukompri-
mert) video til parameteren gjennomstrømming (g) ved følgende formel:
g = r  h  v  bpp
QoS mapping vil si å finne en relasjon mellom QoS parametere og system-
ressurser. For eksempel vil en spesifikasjon av parameteren forsinkelse få
konsekvenser for ressurshåndteringen i systemet med hensyn til skedule-
ring av pakker, bufferallokering og CPU-skedulering.
2.6 Ressurshåndtering
Ressurser kan generelt defineres som entiteter i systemet som er nødven-
dige for å utføre prosessering av data. Man kan klassifisere ressurser på
flere måter (Steinmetz og Nahrstedt, 1995):
 De kan være enten aktive eller passive. En aktiv ressurs tilbyr en tje-
neste, en form for aktiv prosessering. Et eksempel på en slik ressurs
er CPU. Passive ressurser er entiteter som betegner en eller annen
form for kapasitet i systemet som trengs av de aktive ressursene, for
eksempel minne.
 Det finnes eksklusive og delte ressurser. Eksklusive ressurser kan be-
nyttes av kun én prosess av gangen, slik som et videokort. Delte res-
surser er tilgjengelig for flere prosesser, som for eksempel båndbred-
de.
 Dersom en ressurs finnes kun ett sted i systemet er den en unik res-
surs, eller er den en multippel ressurs. Et eksempel på en unik ressurs
er et lydkort, mens hver CPU i et multiprosesseringssystem er en del
av en multippel ressurs.
Selv om det er mulig å peke ut mange forskjellige ressurser på ulike loka-
sjoner i systemet, kan alle (delte) ressurser mappes ned til tre fundamen-
tale systemressurser: båndbredde på kommunikasjonskanaler, bufferka-
pasitet og CPU-kapasitet.
Det er flere viktige oppgaver forbundet med ressurshåndtering, som vi vil
gå gjennom i de påfølgende avsnittene.
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2.6.1 Tilgangskontroll
For å kunne sette opp en forbindelse er det nødvendig på forhånd å sjek-
ke om nok ressurser er tilgjengelig. Denne typen kontroll kalles tilgangs-
kontroll (admission testing) (Nahrstedt og Steinmetz, 1995; Yavatkar et al.,
2000). En slik test gir seg utslag i et svar i form av “ja” eller “nei”. Svaret som
gis kan basere seg på flere tester, for eksempel om det finnes tilstrekkelig
med bufferkapasitet, eller om det er nok båndbredde på en nettverkslinje.
2.6.2 Reservasjon og allokering
Etter at man har utført tilgangskontroll er det neste skrittet å reservere
ressurser. Etter dette skrittet ansees den reserverte andelen av de totale
ressursene for å tilhøre den aktuelle klienten. Etter at reservasjon er utført
kan klienter anta at det er trygt å allokere (ta i bruk) ressursene.
Det er generelt to tilnærminger til reservasjon og allokering av ressurser:
Pessimistisk reservasjon vil si at man antar at alle klientene vil allokere
det de ber om i forespørselen, og reservasjonen gjøres ut fra denne
antagelsen. Dermed oppnås garantert QoS, men det er en mulighet
for at ressurser vil stå ubrukt.
Optimistisk reservasjon innebærer å reservere ressurser utfra en statis-
tisk antagelse om at ikke alle klienter vil benytte alle sine tildelte res-
surser hele tiden. Dette fører til at utnyttelsen øker, men samtidig er
det en fare for overbelastning, og man kan ikke gi noen garantier for
mottatt tjenestekvalitet.
2.6.3 Ressursovervåkning
En viktig oppgave i systemet er å holde oversikt over hvilke ressurser som
til enhver tid er allokert i endesystemet og nettverket. I tillegg er det vik-
tig å ha kontroll over at garantier som er gitt faktisk overholdes. Derfor er
det nødvendig med funksjonalitet som overvåker ressurstilstanden i hele
systemet.
Siden ressursovervåkning i nettverket er en oppgave som deles mellom
alle de involverte nodene er det nødvendig med en protokoll som kan
benyttes for å kommunisere administrativ informasjon mellom ressurs-
håndterere. Et eksempel på en slik type protokoll er SNMP (Simple Network
Management Protocol) (Case et al., 1990).
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Figur 2.6: Tjenesteprimitivene som brukes i forhandlingen.
2.6.4 Deallokering
Etter at en forbindelse er ferdig (i termineringsfasen) er det viktig at even-
tuelle ressurser assosiert med forbindelsen ikke forblir allokert i systemet.
Deallokering av ressurser skjer ved å frigi ressurser til systemet og nettver-
ket. Reservasjonsagenten har ansvaret for at dette skjer, og det kan enten
skje ved at den får en eksplitt beskjed om det utenfra, eller at det gjennom
monitorering avdekkes at en forbindelse er terminert.
2.7 Forhandling
Før en forbindelse settes opp, er det nødvendig med QoS-forhandling.
Målet med slik forhandling er å komme frem til en enighet rundt visse ka-
rakteristikker ved overføringen. Potensielt er det tre parter involvert: den
kallende tjenestebrukeren, den kalte tjenestebrukeren og tjenesteyteren. Ut-
gangspunktet for forhandlingen er at det skal forhandles fram akseptable
verdier for et sett QoS-parametere.
Som forhandlingssyntaks benyttes tjenesteprimitivene connect.request, con-
nect.indication, connect.response og connect.confirm (Tanenbaum, 1996),
se figur 2.6.
Danthine og Bonaventure (1994) presenterer flere varianter av forhand-
ling med forskjellig semantikk:
Triangulær forhandling for informasjonsutveksling. Her er alle partene
involvert. Den kallende tjenestebrukeren foreslår en verdi for hver
QoS-parameter. Både tjenesteyteren og den kallede tjenestebruke-
ren kan svekke verdier, og den kallende tjenestebrukeren kan avvise
det samlede tilbudet som returneres fra de to andre partene om det
ikke er tilfredsstillende.
2.7 Forhandling 25
Forhandling av
applikasjons QoS
parametere
Forhandling av
nettverks QoS
parametere
Forhandling av
system QoS
parametere
QoS Broker
Bruker og applikasjon
reject
reject
reject
accept/modify
accept/modify
accept/modify
QoS request
QoS request
QoS request
Figur 2.7: Forhandlingsprosessen i QoS Broker.
Triangulær forhandling for en bundet verdi. Denne varianten tilsvarer den
første, bortsett fra at den kallende tjenestebrukeren i tillegg til å fore-
slå en verdi også spesifiserer en nedre akseptabel grense for svekking,
det er implisitt at forespørselen avvises hvis det ikke er mulig å tilby
QoS over denne grensen.
Triangulær forhandling for en kontraktfestet verdi. Her spesifiserer den
kallende tjenestebrukeren to verdier: en minimalverdi og en grense
for styrking av verdien. Tjenesteyteren kan svekke denne øvre gren-
sen, men ikke under minimalverdien. Den kallede tjenestebrukeren
kan styrke minimalverdien, men ikke over den øvre grensen som pre-
senteres av tjenesteyteren. Forespørselen kan avvises av tjenesteyte-
ren og den kallede tjenestebrukeren.
Bilateral forhandling. Den kallende tjenestebrukeren foreslår en verdi.
Tjenesteyteren har ikke lov til å forandre den, men den kallede tje-
nestebrukeren kan svekke den. Både den kallende tjenestebrukeren
og tjenesteyteren kan avvise forespørselen.
Unilateral forhandling. Her er det den kallende tjenestebrukeren som
spesifiserer en verdi, og de to andre partene har ikke lov til å svek-
ke den. De kan imidlertid avvise forespørselen.
QoS Broker (Nahrstedt og Smith, 1995) er et eksempel på en protokoll for
forhandling av QoS parametere. Utgangspunktet for utformingen av pro-
tokollen er at man må balansere ressurstilgangen mellom applikasjoner,
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nettverkssystem og operativsystem i endepunktene. Dermed er det nød-
vendig at alle disse entitetene er involvert i forhandlingen. I QoS Broker
protokollen utføres det bilateral forhandling med på applikasjonsnivå, u-
nilateral forhandling med operativsystemet, og triangulær forhandling på
nettverksnivå, se figur 2.7
2.8 En relatert arkitektur: MINT
MINT (Multimedia Internet Terminal) (Sisalem og Schulzrinne, 1998; Si-
salem et al., 1998) er en arkitektur for endesystemer utviklet spesielt til
bruk ved multimediekonferanser. Den består av et sett med samarbei-
dende enkeltapplikasjoner, samt et system for koordinering av disse. Ar-
kitekturen er åpen og utvidbar, slik at nye applikasjoner lett skal kunne
integreres i rammeverket. Typiske applikasjoner som er integrert i MINT
er videoapplikasjoner, audioapplikasjoner og verktøy for deling av doku-
menter.
I MINT defineres en Konferanse som en entitet som består av flere sesjo-
ner. Hver sesjon har en mengde medlemmer, og beskrives ved en mengde
unicastadresser, eller en enkelt multicastadresse. Typiske eksempler på s-
like sesjoner er audio, video eller delte applikasjoner, som elektroniske
tavler. Målet er at individuelle medieagenter (applikasjoner), samarbei-
der med hverandre og kontrollagenter og integreres på en slik måte at de
for brukeren ser ut som et enheltlig verktøy for videokonferanser.
2.8.1 Designmål
MINT ble designet med fokus på følgende oppgaver:
Interaksjon mellom medieagenter. Ofte er det behov for at medieagenter
kommuniserer med hverandre. Det kan for eksempel dreie seg om
leppesynkronisering mellom en audio- og videoagent, eller kommu-
nikasjon av kontrollmeldinger, slik som ordstyring i en videokonfe-
ranse.
Lokalisering og invitasjon av brukere. Ved etablering av en sesjon er det
nødvendig at alle deltagerne har kunnskap om en del parametere, s-
lik som multicastadressen og hvilke medier som benyttes, portnum-
mere og medieformater. MINT er integrert med Session Initiation Pro-
tocol (Handley et al., 1999), som er en protokoll som tillater brukere
å enkelt invitere andre til konferanser.
Konferansekontroll. Hvis en konferanse består av flere ulike sesjoner, s-
lik at brukerne må benytte flere ulike medieagenter, kan det bli en
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Figur 2.8: Arkitekturen i MINT.
komplisert oppgave å kontrollere de forskjellige brukergrensesnitte-
ne. Dersom det blir mange brukere tilknyttet en konferanse, oppstår
det i tillegg et problemer, som for eksempel å avgjøre hvem som til
en hver tid skal ha ordet, eller å vite hvilken videostrøm som tilhører
den som har ordet. Derfor har man lagt vekt på å integrere disse i ett
enkelt, konsistent brukergrensesnitt, som tar hånd om slike oppga-
ver.
QoS kontroll. Dagens Internett tilbyr kun best-effort QoS. Samtidig skjer
det en utvikling i retning av bedre ressurskontroll, se avsnitt 2.5.1.
Man kan dermed delvis dra nytte av eventuell støtte fra nye mekanis-
mer for ressursreservasjon, eller basere seg på adapsjon, ved at man
justerer QoS-kravene ettersom forholdene forandrer seg. MINT støt-
ter begge disse tilnærmingene, ved å implementere RSVP, og samti-
dig inkludere støtte for forskjellige adapsjonsmekanismer hos ulike
videoagenter.
2.8.2 Arkitekturen i MINT
Det er generelt to måter å organisere et system for multimediakonferan-
ser. Den første metoden er å integrere alle funksjoner i ett enkelt, (mono-
littisk) verktøy, som har støtte for for eksempel video, audio og applika-
sjonsdeling. Slike systemer har ofte form av ett program, eller et sett med
tett integrerte applikasjoner som kun er i stand til å samhandle innenfor
systemet. Denne metoden har den svakheten at det er vanskelig å gjøre
modifikasjoner, som for eksempel å bytte ut en medieagent med en an-
nen.
Den andre tilnærmingen, slik det er gjort i MINT, er å la systemet bestå av
en mengde uavhengige, løst koblede enkeltverktøy, som håndterer hver
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Tid
VideoagentController
s/video/1 created
s/video/1 max bandwidth 1000
session s/video/1
s/video/1 close
s/video/1 closed {}
Figur 2.9: Eksempel på interaksjon mellom styringsenheten og en videoa-
gent.
sin funksjon i systemet. På denne måten er det enkelt å erstatte, oppgra-
dere eller gjenbruke medieagenter, mens den har den ulempen at en sty-
ringsenhet har mindre kontroll over de enkelte medieagentene, ettersom
de er egne, enkeltstående programmer.
Entitetene i MINT deler seg i to grupper: medieagenter og styringsenheter.
Medieagenter er uavhengige enkeltkomponenter som har som oppgave å
behandle mediedata. Dette kan innebære å presentere det for brukeren,
eller andre oppgaver, som for eksempel å gjøre opptak av en konferanse.
Styringsenhetene har det til felles at de ikke overfører mediedata, men tar
hånd om mer administrative oppgaver i systemet.
Kommunikasjonen mellom komponentene gjøres ved hjelp av en meka-
nisme i endesystemet kalt PMM (Schulzrinne, 1995). PMM, eller Pattern
Matching Multicast, består av en logisk buss i endesystemet, implemen-
tert gjennom lokal multicast i endesystemet (multicast med TTL lik 0).
Bruk av TTL (Time To Live) er en metode for å forhindre duplisering av
pakker i nettverket, som oppnås gjennom at alle pakker har et TTL-felt.
Hver ruter dekrementerer verdien i dette feltet når de videresender en
pakke, og dersom verdien er 0, forkastes pakken. Ved å initiere TTL-feltet
til 0, sikrer man i PMM at pakkene aldri vil kunne bevege seg utenfor en-
desystemet.
Over kommunikasjonskanalen PMM sendes i MINT protokollmeldinger i
programmeringsspråket Tcl (Ousterhout, 1994; Welch, 1999). Enhver kom-
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ponent står fritt til å lytte på meldingene og utføre handlinger basert på
innholdet.
Sentralt i arkitekturen står agenten Conference Controller (styringsenhet).
Denne agenten har ansvaret for å opprette sesjoner og styre medieagente-
ne. Sesjoner er identifisert gjennom et tuppel som består av elementene
(konferansenavn, medietype, instans). Konferansenavnet er unikt for en
konferanse, og medietype er enten “audio”, “video” eller navnet på en delt
applikasjon. Instans brukes for å skille mellom flere sesjoner med samme
medietype.
Vi vil se på et eksempel på hvordan interaksjonen mellom en Conferen-
ce Controller (C) og en videoagent (V) kan arte seg. Sekvensen er illu-
strert i figur 2.9. Det første som skjer er at C sender en session-melding
ut på PMM-bussen, som oppretter en blank sesjon (s/video/1, som beteg-
ner konferansen s, medietypen video og instansen 1). Vi kan samtidig anta
at C starter V, og V fanger opp denne meldingen. Deretter vil V svare med
meldingen created. Heretter kan C sende meldinger adressert til V gjen-
nom å benytte sesjonsidentifikatoren. Et eksempel på dette er meldingen
med parameteren max_bandwidth, som forteller applikasjonen at øvre
grense for båndbreddeforbruk er 1000 kb/s. På et tidspunkt sender C mel-
dingen close til V, som avslutter sesjonen, og sender en bekreftelse, closed
tilbake til C.
2.8.3 Begrensninger ved MINT
Et tema som ikke er adressert i MINT er at det ikke finnes mekanismer som
lar en styringsenhet oppdage hvilke medieparametere som kan settes for
en sesjon (medieagent). Dette er avhengig av de enkelte medieformate-
ne, og kan potensielt ha stor innvirkning på ressursbruken. I (Sisalem et
al., 1998) foreslås det at slik støtte kan inkluderes ved at applikasjonene
“eksporterer” sine justerbare parametere som en del av meldingen crea-
ted. Men ettersom det er styringsenheten som bestemmer hvordan pa-
rameterene skal settes, vil dette ikke være trivielt. Et åpent spørsmål blir
dermed hvordan styringsenheten skal vite hvilken effekt setting av en pa-
rameter til en viss verdi vil ha.

Kapittel 3
Mediemodell
I dette kapittelet presenterer vi vår modell for å håndtere medierelatert in-
formasjon. Denne typen informasjon spiller en viktig rolle i systemet, et-
tersom mediekarakteristikker har innvirkning på alle nivåer i forvaltning
av tjenestekvalitet.Det har stor betydning for den helhetlige kvaliteten sy-
stemet kan tilby at informasjonen om medier utnyttes på best mulig måte.
Vi vil i den første delen av kapittelet presentere to relaterte modeller for å
håndtere medieinformasjon, med litt forskjellige tilnærminger, henholds-
vis Feature Set modellen og Flow Type modellen. Deretter vil vi presentere
vår egen modell, som henter inspirasjon fra begge disse modellene, men
som også innebærer visse forandringer og utvidelser på områder der de
andre ikke er tilstrekkelige for våre formål.
3.1 Ivaretagelse av medieinformasjon
I et system for overføring av tidskontinuerlige medier har medieinforma-
sjon en viktig funksjon. Slik informasjon forteller hvilke egenskaper en
applikasjon innehar, i form av hvilke medieformater som støttes, og det-
te kan benyttes til å bestemme hvorvidt to eller flere applikasjoner kan
kommunisere med hverandre. I tillegg er informasjon om medieformater
viktig for å bestemme ressursbruk. Visse medieformater er beregnet for å
produsere høy kvalitet, og har dermed høye ressurskrav. Dersom ressur-
stilgangen svekkes, vil typisk kvaliteten på mediet også svekkes tilsvaren-
de. Andre formater er spesielt utviklet for å takle slike situasjoner, og vil
muligens gi et dårligere resultat under gunstige forhold, men oppfattes
som mye bedre egnet ved ressursknapphet. Dermed vil brukernes opp-
fattelse av systemet være avhengig av at det velges egnede medieformater
til rett tid.
Å skulle ivareta og utnytte medieinformasjon i systemet er et ganske ge-
nerelt mål, og for å gå mer konkret inn på hva det måtte innebære, kan vi
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nevne tre momenter som det er viktig å ta hensyn til:
Mediebeskrivelse At vi har et rammeverk for å beskrive egenskaper ved
mediehåndtering hos endepunkter som kan produsere og konsume-
re mediedata.
Kompatibilitet Vi har behov for en metode for å teste graden av intero-
perabilitet mellom endepunkter, slik at vi kan utnytte felles medie-
karakteristikker hos endepunktene.
Semantisk beskrivelse Dette er informasjon som knytter egenskaper i me-
dieformater til QoS, både til brukernivå og systemnivå. Vi har behov
for å knytte egenskaper ved medieformater til QoS, både oppover, til
brukernivå og nedover til systemnivå.
Vi har tatt hensyn til disse kravene i vår modell, og vi kommer tilbake til
den senere, men først presenterer vi to relaterte arbeider som er konsen-
trert spesielt rundt mediebeskrivelse og kompatibilitet.
For å støtte applikasjoner i å sjekke kompatibilitet med andre applikasjo-
ner er det nødvendig å ha en metode som tillater utviklere å spesifisere en
applikasjons mediekarakteristikker. Flere arbeider er gjort på dette områ-
det (Mehus, 1997; Klyne, 1999).
3.2 Feature set modellen
Klyne (1999) presenterer en syntaks som kan benyttes for å beskrive såkal-
te media feature sets, som uttrykkes gjennom kombinasjoner og relasjoner
av individuelle mediekarakteristikker. Intensjonen er at feature sets kan
benyttes til å beskrive egenskaper ved håndtering av media hos sendere,
mottakere og i filformater. I tillegg beskrives en algoritme for å matche
feature sets.
Vi vil i det følgende omtale en media feature som et medieattributt. Videre
benytter vi termene attributtmengde og attributtkolleksjon om det som er
omtalt som henholdsvis feature set og feature collection.
Medieattributter er atomiske verdier. De kan være av en av disse typene:
boolske, numeriske, tekststrenger eller oppramstyper. Disse typene kan
alle sammenlignes ved likhetsoperatoren. I tillegg kan numeriske typer
og (ordnede) oppramstyper sammenlignes ved større-enn og mindre-enn
relasjoner. Disse relasjonene benyttes som byggeblokker for mer omfat-
tende uttrykk.
Man kan tenke på medieattributter som enkeltstående komponenter i at-
tributtkolleksjoner, som beskriver en instans av en ressurs, for eksempel
et digitalt bilde som er lagret på en disk. En attributtmengde består av et
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antall attributtkolleksjoner, slik at den kan beskrive flere ulike instanser
av ressurser, og dermed korrespondere med forskjellige alternativer for
instansiering av ressurser. Alle attributtmengder og kolleksjoner er predi-
kater, det vil si at de kan evalueres til enten true eller false, avhengig av
verdiene på medieattributterne i uttrykkene.
En attributtmengde kan være uendelig stor, og modellen starter med an-
tagelsen om at “alt er mulig”, at en attributtmengde inneholder alle muli-
ge instanser. Deretter benyttes skranker over mulige verdier til å begrense
mengden. Dette gjøres ved å applisere et predikatP på attributtmengden,
som returnerer true hvis den beskriver en lovlig instans, og false hvis ikke.
Hvis vi for eksempel ønsker å beskrive visse egenskaper ved en video, som
at den skal kunne presenteres i oppløsningene (100; 200) og (200; 400),
kunne vi gjøre det gjennom å spesifisere attributtmengden som et uttrykk
over bredden og høyden, representert ved attributtene res-x og res-y:
(|
(& (res-x=100) (res-y=200))
(& (res-x=200) (res-y=400)))
Det benyttes en Lisp-liknende syntaks, med prefiksoperatorer for å repre-
sentere uttrykkene. Tegnene & og | er logisk AND og OR, henholdsvis. Nav-
nene på attributtene, res-x og res-y kalles feature tags, mens verdiene
omtales som feature values. Vi velger å benytte de norske uttrykkene at-
tributtnavn og attributtverdi.
3.2.1 Matching
Å matche en attributtkolleksjon med en attributtmengde innebærer å e-
valuere predikatet i attributtmengden for kolleksjonen. Resultatet av den-
ne evalueringen (alltid true eller false) bestemmer om attributtkolleksjo-
nen inneholdes i attributtmengden.
Matching av to attributtmengder er mer komplisert. Her er målet å finne
ut om det finnes minst én attributtkolleksjon som matcher begge attri-
buttmengdene. I Klyne (1999) beskrives følgende algoritme:
1. Lag en konjunksjon av de to attributtmengdene (kombiner dem i et
AND-uttrykk).
2. Transformer deretter dette nye uttrykket til disjunktiv normalform
(ett OR-uttrykk som består av bare AND-uttrykk). Se også algoritme 1
på side 46.
3. Deretter eliminerer man konjunksjoner som inneholder selvmotsi-
gelser eller er overflødige.
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Etter denne prosessen står man igjen med en mengde predikater som til-
fredsstiller begge attributtmengdene. Et eksempel på dette følger. Vi ten-
ker oss en klient som har attributtmengden:
((a = x _ a = y) ^ b = z); x 6= y
I tillegg har vi en tjener som har disse karakteristikkene:
(a = y ^ b = z)
Kombinerer vi disse i en konjunksjon, vil vi få dette uttrykket:
(((a = x _ a = y) ^ b = z) ^ (a = y ^ b = z))
Etter å ha transformert uttrykket til disjunktiv normalform, vil vi stå igjen
med denne kolleksjonen:
(((a = x ^ b = z) ^ (a = y ^ b = z)) _ ((a = y ^ b = z) ^ (a = y ^ b = z)))
Og etter å ha fjernet overflødige parenteser og konjunksjoner har vi:
((a = x ^ b = z ^ a = y) _ (a = y ^ b = z))
Vi ser at den første konjunksjonen inneholder en selvmotsigelse, nemlig
at a = x^ a = y, og denne fjernes derfor fra resultatkolleksjonen. Dermed
står vi igjen med:
(a = y ^ b = z)
Denne kolleksjonen tilfredsstiller både klient og tjenerspesifikasjonen, og
representerer en lovlig instansiering av ressursene beskrevet ved klienten
og tjeneren.
Selv om vårt eksempel kan virke banalt, kan man uttrykke villkårlig kom-
plekse spesifikasjoner i syntaksen. Her er et eksempel på hvordan man
kan uttrykke egenskapene til en en enkel browser, som kan vise ASCII
tekst, HTML, og bilder i formatene GIF og JPEG, alt innenfor en ramme
på (800; 600) pixler.
(& (pix-x<=800) (pix-y<=600)
(| (& (type="text/html") (charset=iso-8859-1))
(& (type="text/plain") (charset=US-ASCII))
(& (type="image/gif") (color=mapped))
(& (type="image/jpeg") (color=full))))
Det er i tillegg mulig å tilordne preferanser til uttrykk, i form av verdier
mellom 0 og 1, i tråd med hvordan man kan sette kvalitetsverdier på ulike
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parametere i HTTP (Fielding et al., 1997). Dette gjør det mulig å angi at
visse instanser bør foretrekkes fremfor andre, dersom man har flere å vel-
ge mellom. Dette åpner for å rangere attributter og kombinasjoner etter
subjektive kriterier, og kan dermed fungere som en spesifikasjon av øns-
ket QoS.
Modellen er for omfattende til at vi skal kunne beskrive den fullstendig
her, men vi har illustrert de viktigste poengene ved den, nemlig at den
tilbyr et rammeverk for å beskrive og matche medierelaterte egenskaper
ved ressurser, og at den inneholder muligheten til å differensiere mellom
ulike mulige instanser gjennom preferanser.
3.3 Flow Type modellen
I Mehus (1997) ble det utviklet et rammeverk rundt konseptet kompati-
bilitet. Denne modellen er mer spesialisert enn feature set modellen, og
retter seg direkte mot endepunkter som enten produserer eller konsume-
rer strømmer av mediedata. Slike strømmer kalles i modellen for flows.
Vi velger i fortsettelsen å benytte termen flyt for flow, ettersom model-
len også tar for seg begrepet stream, som best kan oversettes til norsk som
strøm. Relasjonen mellom strømmer og flyter er slik at en strøm kan bestå
av flere flyter, i forskjellige retninger, og mellom ulike endepunkter.
Oppgaven er todelt, og det presenteres i tillegg til et teoretisk fundament
for kompatibilitet også et praktisk resultat, i form av en syntaks for å spesi-
fisere endepunkter. Vi vil her forsøke å ta for oss de mest essensielle dele-
ne av den teoretiske modellen for å vise hvordan den relaterer seg til vårt
arbeid, og hvilken nytte vi kan ha av den, for så å se kort på syntaksen i
spesifikasjonsspråket.
3.3.1 Flyttyper
Den teoretiske modellen baserer seg på tidligere arbeid fra Eliassen og
Nicol (1996), og en flyt beskrives her på denne måten:
F low[e
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De ulike bestanddelene er som følger:
e
i
er elementtyper i flyten, som for eksempel video eller audio
f er en flytdeskriptor, som kan utelates fra spesifikasjonen
s sekvensieringsuttrykk, som sier noe om rekkefølge og relasjoner mel-
lom elementtypene, på en form som ligner regulære uttrykk over ele-
mentene e
i
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Et eksempel på bruk av denne syntaksen for å beskrive et endepunkt i en
flyt er:
Flow[I:Video[   ] + P[   ] + B[   ] ] (I & (P+ & Bj P))
Dette er en ufullstendig spesifikasjon av en MPEG-flyt, der vi har utelatt
spesifikasjonen av elementtypene. Flyten består av I, P og B rammer, som
sekvensieres på denne måten: først en I-ramme, etterfulgt av en eller flere
P rammer, igjen etterfulgt av 0 eller flere B eller P rammer. Hele denne
sekvensen kan gjentas 0 eller flere ganger.
3.3.2 Tolkning av flyttyper
Tolkningen av en flyttype baserer seg på tolkningen av medieattributtene
som forekommer i spesifikasjonen, og av tolkningen av sekvensierings-
uttrykket. Uttrykket int(v) angir tolkningen til en verdi v. Tolkningsfunk-
sjonen benyttes som basis for å definere en rekke relasjoner mellom flyt-
typer.
Når det gjelder tolkningen til medieattributter, har vi at verdien v til et
attributt er enten:
 atomisk, og int(v) = v.
 en mengde, og int(v) = v.
 et intervall (a; b), og int(v) = x j a  x  b.
Tolkningen til et sekvensieringsuttrykk s er mengden av alle sekvenser
som tilfredsstiller uttrykket. For eksempel, hvis s = a&b+, blir tolkningen
til s:
int(s) = ab; abb; abbb; : : :
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Subtyper
Subtyperelasjonen er definert slik at en flyttype M er en subtype av N
(M < N ) dersom int(M) < int(N), som innebærer at:
1. tolkningene til medieattributtene iM er en delmengde av tolkninge-
ne til medieattributtene i N .
2. sekvensieringsuttrykket i M har en tolkning som er en delmengde av
tolkningen til det tilsvarende uttrykket i N .
Det finnes to varianter av subtyping, en strikt, der det kreves at begge ty-
pene spesifiserer parvis de samme attributtene, og en mindre restriktiv
variant, såkalt ”relaxed”, eller løs subtyping. Det som gjør denne mindre
restriktiv er at supertypen her tillates å støtte flere elementer enn subty-
pen.
Kompatibilitet
Utgangspunktet for modellen er å utvikle et rammeverk for å sjekke om
det er mulig å sette opp en binding mellom to endepunkter spesifisert ved
sine respektive flyttyper. Bakgrunnen for utviklingen av kompatibilitets-
konseptet er at det å kreve at mengden av flytegenskapene hos senderen
er en delmengde av de tilsvarende egenskapene hos mottakeren (sink), er
for restriktivt. Dette kan for eksempel være tilfelle hvis tolkningen av én
flyttype inneholder elementer som ikke finnes i tolkningen av den andre.
Dermed er ikke tolkningen til den første en delmengde av den andre, og
det eksisterer ingen subtyperelasjon mellom de to. Det man i stedet kan
kreve, er at en binding mellom de to skal kunne foregå hvis begge støtter
minst en felles flyt. Vi har to typer kompatibilitet:
 Strikt kompatibilitet. To flyttyper, M og N er strikt kompatible hvis:
int(M) \ int(N) 6= ;. Her er det et krav om at alle elementene, de-
skriptorene og sekvensierings-uttrykkene også har ikke-tomt snitt.
 ”Relaxed”, eller løs kompatibilitet: som strikt kompatibilitet, men u-
ten kravet om at alle element-typene er kompatible, det er nok at
minst én er det.
Her er et eksempel på to spesifikasjoner som er løst kompatible:
Flow[I: Video[encoding: mpeg_i] + P: Video[encoding: mpeg_p] +
A:Audio[encoding: mpeg_a]] [rate: {25, 30}]
(I & P[2] & A)
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Flow:[I: Video[encoding: mpeg_i] + P:Video[encoding: mpeg_p] +
B:Video[encoding: mpeg_b]] [rate: {20, 25}]
(I+ & (P[2] | P[3]) & B)
3.3.3 Språket FIDL
På bakgrunn av teorien omkring kompatibilitet og subtyping av flyter pre-
senteres i (Mehus, 1997) et språk for å spesifisere strømgrensesnitt. Språ-
ket FIDL (Flow Interface Definition Language) er et en metode for å ut-
trykke strøm-spesifikasjoner. Det kan minne om andre språk for å spesifi-
sere objektgrensesnitt, slik som CORBA IDL, men har ikke metoder. Språ-
ket har mekanismer for å spesifisere endepunkter i multimediastrømmer.
Et endepunkt i en strøm kan ha støtte for flere flyter, som er en retningsbe-
stemt datastrøm. Retningen til en flyt bestemmes av nøkkelordene source
og sink, som henholdsvis spesifiserer om dataflyten produseres eller kon-
sumeres i endepunktet. I tillegg har hver flyt en mengde elementer, som
igjen har attributter som korresponderer med de typer attributter som fo-
rekommer i kompatibilitetsmodellen.
Det er gjort visse forenklinger av den opprinnelige modellen. Blant annet
er det ikke benyttet regulære uttrykk i skranker, fordi det kan føre til at
algoritmene for å utføre sjekking av kompatibilitet får en høy kompleksi-
tetsgrad. I stedet brukes en type uttrykk kalt simple constraints, som min-
ner mer om den typen uttrykk som finnes i feature set modellen. Som et
eksempel på bruk av FIDL kan vi se på spesifikasjonen:
stream myStream {
source flow myFlow {
video v1 {
encoding = "MPEG";
samplerate = (1.0, 10.0) + 20.0;
};
video v2 {
encoding = "H.261";
samplerate = 29.97;
};
audio a {
encoding = "G721";
channels = {1, 2};
samplerate = {8000.0, 16000.0};
};
constraint (v1 | v2) & a;
};
}
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Her spesifiseres et endepunkt som støtter mediestrømmer i to videofor-
mater, MPEG og H.261, i tillegg til et audioformat, G721. Spesifikasjonen
sier også at endepunktet kun kan fungere som en produsent av multime-
diadata, ettersom det ikke finnes noen sink i den. Sekvensierings-uttrykket,
constraint forteller at flyten skal bestå av audio-elementet, sammen med
enten det ene eller det andre video-elementet.
Det presenteres også algoritmer for å sjekke kompatibilitet mellom slike
spesifikasjoner, som baserer seg på kompatibilitetsrelasjonene vi har sett
på tidligere.
3.4 Vår mediemodell
I vårt rammeverk har vi behov for en modell for behandling av medierela-
tert informasjon. Vi ønsker for det første at applikasjoner skal ha støtte for
å spesifisere sine egenskaper og å sjekke mediekompatibilitet med andre
applikasjoner, og i tillegg at vi skal ta hensyn til egenskaper hos de enkelte
medieformatene som påvirker QoS. Dette er viktig for brukerne av syste-
met, men også fordi kunnskap om disse egenskapene gjør det enklere å
vedlikeholde den totale QoS i systemet.
De to modellene vi har beskrevet har fokus på spesifikasjoner av og kom-
patibilitet mellom endepunkter. Det de ikke nevner noe om, er den se-
mantiske betydningen. Hvis vi ser på eksempelet i avsnitt 3.3.3, sier den
ingenting om hvilke kombinasjoner av attributter og medieformater som
er mest ressurskrevende, eller gir best mottatt kvalitet til brukeren. Featu-
re set modellen tilbyr slik funksjonalitet til en viss grad, ved å tillate bruk
av preferanser, men har ingen mekanisme for mapping til systemressur-
ser.
Vi ønsker at systemet foruten å tilby mekanismer for kompatibilitetstes-
ting også bør ha støtte for semantiske beskrivelser av medieinformasjon.
“Semantisk” i denne sammenhengen har ingen relasjon til innholdet eller
meningen som formidles i mediet, men dreier seg om hvordan mediekva-
litet knytter seg til medieattributter.
Dersom systemet skal ha slik støtte, kreves det at det innehar følgende
funksjonalitet:
 En modell for å beskrive endepunkter, slik at det skal være mulig å
spesifisere egenskaper ved mediehåndteringen til applikasjoner.
 En metode for å sjekke kompatibilitet mellom endepunkter, for å støt-
te interoperabiliteten mellom applikasjoner.
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Parameter 1
Parameter N
Parameter (range)
(low, high)
name
Parameter (set)
{val1, ..., valN}
name
Constraint Entry N Parameter list
Parameter list
Source/sink
Media list
Constraint
Media list
Entry 1
Media entry
mime-type
Logical expression
Figur 3.1: Skjematisk oversikt over strukturen i en source eller sink
 En modell som beskriver nødvendig informasjon om medieformater,
som sier noe kvalitativt (på brukernivå) om hvert enkelt mediefor-
mat, samtidig som den skal inneholde informasjon som kan benyttes
på systemnivå.
Vi vil i de neste avsnittene gå gjennom hvordan vi har inkorporert disse
konseptene i vår modell.
3.5 Mediebeskrivelsesmodell
Vi har utviklet en syntaks for å spesifisere egenskapene til endepunkter.
Den er delvis basert på FIDL, men innebærer noen forandringer. En skje-
matisk oversikt over strukturen er vist i figur 3.1. En spesifikasjon er delt
i to deler: en produsentspesifikasjon og en konsumentspesifikasjon, kalt
source og sink, som har identisk syntaks. En source eller sink består igjen
av en liste over medieformater og en skranke. Som medieidentifikator har
vi valgt å benytte oss av MIME-typer (Freed og Borenstein, 1996; Casner
og Hoschka, 2000), som tilbyr en standard for entydig navngiving av medi-
eformater, og registreres av IANA (Internet Assigned Numbers Authority).
Hvert medieformat som støttes er et element i listen, og er identifisert ved
en MIME-type. Disse elementene har en liste over parameterspesifikasjo-
ner, som forteller noe om hva slags verdier parameterene kan anta, angitt
i mengder eller intervaller.
Skrankene i source eller sink er et uttrykk over MIME-typene som fore-
kommer i listen over medieformater. De har som formål å angi ulike må-
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ter det er mulig å konfigurere de forskjellige medieformatene på. De har
form som logiske uttrykk, selv om de ikke kan evalueres til en verdi. Men
ved å representere dem på en slik måte har visse fordeler som vi kommer
tilbake til senere.
En formell definisjon av syntaksen på BNF-form er gitt under:
CAPABILITY-SPEC  ! "[ " SOURCE? SINK? " ]"
SOURCE  ! "[ (source) " MEDIA-LIST CONSTRAINT " ]"
SINK  ! "[ (sink) " MEDIA-LIST CONSTRAINT " ]"
MEDIA-LIST  ! "[ " MEDIA-ENTRY* " ]"
MEDIA-ENTRY  ! "[ ("mime-type")" MEDIA-PARAMS "]"
MEDIA-PARAMS  ! "[ " MEDIA-PARAM+ " ]"
MEDIA-PARAM  ! "[ ("name")" VALUE-SPEC "]"
VALUE-SPEC  ! "[ " SET-SPEC | RANGE-SPEC " ]"
SET-SPEC  ! "/set" SET
SET  ! NUMBER-SET | COMPOSITE-SET
COMPOSITE-SET  ! ("[ " NUMBER-SET " ]")+
NUMBER-SET  ! number+
RANGE-SPEC  ! low high
CONSTRAINT  ! "(constraint) " CONSTRAINT-EXPR | "[ ]"
CONSTRAINT-EXPR  ! "[ " OR-EXPR ("/or" OR-EXPR)* " ]"
OR-EXPR  ! AND-EXPR ("/and" AND-EXPR)*
AND-EXPR  ! "("mime-type")" | CONSTRAINT-EXPR
For å gjøre syntaksen litt klarere kan vi illustrere den med et eksempel. Vi
kan tenke oss at vi har en applikasjon som støtter to medietyper, en video-
strøm og en audiostrøm. Anta at videostrømmen kodes i formatet H.261,
og at det er mulig å variere sampleraten fra 1 til 30 rammer per sekund, at
det støttes oppløsninger i enten (176; 144) eller (352; 288) pixler, og at pa-
rameteren quantizer scale kan varieres over intervallet fra 1 til 10. Vi kan
videre tenke oss at audiostrømmen kodes i AU-formatet, og at det er støt-
te for en lydkanal, med en samplerate på 16000 samples per sekund. Disse
egenskapene ved endepunktet kan uttrykkes med følgende spesifikasjon:
[ (source) [
[ (video/h261) [
[ (samplerate) [ 1 30 ] ]
[ (framesize) [ /set [ 176 144 ] [ 352 288 ] ] ]
[ (qscale) [ 1 10 ] ] ] ]
[ (audio/au) [
[ (samplerate) [ /set 16000 ] ]
[ (samplesize) [ /set 8 ] ]
[ (channels) [ /set 1 ] ] ] ]
(constraint) [
[ (video/h261) /and (audio/au) ]
/or (video/h261)
/or (audio/au) ] ] ]
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Det er flere ting som er verdt å merke seg med dette eksempelet. For det
første illustreres forskjellen mellom å spesifisere mengder og intervaller
av attributter. Når vi for eksempel sier [1 10] menes intervallet fra 1 til 10,
mens [/set 1 10] betyr verdiene 1 og 10, og et endepunkt som oppgir at
et attributt støttes over et intervall, forventes å støtte alle verdier innenfor
dette, inkludert øvre og nedre grense. Ved å oppgi attributtverdier som
mengder, menes det at attributtet kan forekomme i kun de verdiene som
finnes i mengden. For det andre kan man se bruk av sammensatte typer,
som i framesize, der vi grupperer par av (bredde, høyde) i en mengde, slik
at endepunktet støtter enten den ene eller den andre kombinasjonen.
I tillegg ser vi hvordan skranken bestemmer de ulike mediekonfigurasjo-
nene som kan settes for dette endepunktet. En /and-klausul sier at alle
formatene innebefattet i klausulen skal være med i konfigurasjonen som
den beskriver. En or-klausul forteller at formatene i den er valgfrie (men
ett av dem må velges). Man kan også gruppere and og or klausuler i skran-
ker, slik at konfigurasjonsmulighetene blir villkårlig komplekse.
Modellen skiller seg også fra både FIDL og feature sets ved at spesifika-
sjonen består av en liste over ulike medieformater, med tilhørende attri-
butter som i prinsippet er spesifikke for hvert enkelt format. I de andre
modellene er medieformatene også attributter.
3.6 Kompatibilitetsmodell
Mekanismer for testing av kompatibilitet mellom applikasjoner er en vik-
tig bestanddel i vår arkitektur. Vi har valgt å inkludere slik funksjonalitet
på bakgrunn av kravene som stilles til systemet når man ser det fra appli-
kasjonsperspektivet. Nærmere bestemt skal det være mulig for en appli-
kasjonsprogrammerer å spesifisere en liste over medieformater som støt-
tes og hvilke måter disse kan konfigureres på, slik at systemet kan bestem-
me i hvilken grad applikasjonen er kompatibel med en hvilken som helst
annen spesifikasjon. Dette vil potensielt kunne lette byrdene for utviklere
av applikasjoner, fordi man vil slippe å implementere slik funksjonalitet
for hver ny applikasjon. I tillegg vil det kunne bety at flere applikasjoner
vil kunne kommunisere med hverandre, fordi man følger en felles stan-
dard for utveksling av medieinformasjon.
3.6.1 Oversikt over prossessen
Anta at vi har to applikasjoner, A og B. Vi kaller spesifikasjonen til A for
S
A
, og lar tilsvarende S
B
være spesifikasjonen til B. Spesifikasjonene be-
står av en liste over medieformater som kan sendes eller mottas (source
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og sink), og skranker, som forteller om mulige konfigurasjoner. Prosessen
man går gjennom når man skal finne ut om applikasjonene er kompatible
er vist i figur 3.2. Det første som skjer er at applikasjonene kommuniserer
SA
BS
I AB
B
A
Intersector
I BA
Figur 3.2: Oversikt over kompatibilitetsprosessen
sine respektive spesifikasjoner til en enhet som skal utføre testen, i figuren
kalt intersector. Deretter gjøres selve kompatibilitetstesten, og resultatet
av denne er to nye spesifikasjoner, I
AB
og I
BA
. Vi vil komme nærmere inn
på dette senere, men kort sagt representerer I
AB
en subspesifikasjon av
S
A
, fordi den inneholder alle felles egenskaper i spesifikasjonene S
A
og
S
B
, sett fra applikasjon A, og I
BA
er definert tilsvarende for applikasjon B.
Disse nye spesifikasjonene kan deretter benyttes i en forhandlingspro-
sess, ettersom man nå har informasjon om hvilke medieformater og kon-
figurasjoner begge applikasjonene støtter.
I de påfølgende avsnittene vil vi gå nærmere inn på de ulike momentene
en slik operasjon innebærer.
3.6.2 Beregning av kompatibilitet
Når vi skal sjekke kompatibilitet mellom to slike spesifikasjoner, er det ik-
ke nok å kun få et svar på om de er kompatible eller ikke. Det vi er inter-
essert i er å finne ut i hvor stor grad spesifikasjonene er kompatible, og
resultatet av en slik operasjon kaller vi kompatibilitetsmengden til opera-
sjonen.
Metoden vi benytter til testing av kompatibilitet er knyttet til strukturen i
spesifikasjonene, som vist i figur 3.1. Vi velger å starte på det ytterste ni-
vået, applikasjonsnivå, for så å arbeide oss suksessivt innover. Målet vil
hele tiden være å finne ikke-tomme kompatibilitetsmengder på alle nivå-
er. I ytterste konsekvens, dersom to endepunktspesifikasjoner har en tom
kompatibilitetsmengde, er de ikke kompatible med hverandre.
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Applikasjonsnivå
En applikasjon, eller endepunkt, spesifiseres ved å angi en source og en
sink-spesifikasjon. Anta at vi har to applikasjoner, A og B, med spesifika-
sjonerS
A
og S
B
. S
A
består av en source,A:source og en sink,A:sink, og S
B
er definert tilsvarende. Enten source eller sink kan være definert som tom-
me i spesifikasjonene. Det er ikke tilstrekkelig å finne én enkel kompati-
bilitetsmengde mellom disse to spesifikasjonene, fordi testing av kompa-
tibilitet må foregå antisymmetrisk. Vi tester med andre ord A:source mot
B:sink og motsatt. Kompatibilitetsmengden til S
A
og S
B
består derfor av
de to nye spesifikasjonene I
AB
og I
BA
. Skrivemåten I
ij
angir kompatibili-
tetsmengden av spesifikasjonene S
i
og S
j
sett fra S
i
. La c
s
være en funk-
sjon som tar to argumenter: en source og en sinkspesifikasjon, og retur-
nerer kompatibilitetsmengden til disse. Spesifikasjonen I
AB
kan dermed
defineres som: I
AB
= fI
AB
:sink; I
AB
:sourceg, der:
I
AB
:source = c
s
(A:source;B:sink)
I
AB
:sink = c
s
(A:sink;B:source)
og tilsvarende, I
BA
= fI
BA
:sink; I
BA
:sourceg er definert som følger:
I
BA
:source = c
s
(B:source;A:sink)
I
BA
:sink = c
s
(B:sink;A:source)
Source og sink nivå
En source eller sink består av to elementer; en liste av medieformater og
en skranke (constraint). Anta at vi har to spesifikasjoner, spec
A
og spec
B
,
der én av disse beskriver en source, og den andre en sink. Vi angir skran-
ken til en spesifikasjon spec
i
ved spec
i
:c, og listen over medieformater ved
spec
i
:l. Vi definerer kompatibilitetsmengden til spec
A
og spec
B
som:
C
AB
= fc
ml
(spec
A
:l; spec
B
:l); c
c
(spec
A
:c; spec
B
:c)g
Der c
ml
og c
c
er funksjoner som returnerer kompatibilitetsmengden til
henholdsvis to medielister og to skranker.
Skranker
Skranker har form som en liste av konjunksjoner og disjunksjoner av mime-
typer, som bestemmer på hvilken måte de ulike formatene kan kombine-
res. For eksempel vil skranken (a ^ b) kun tillate kombinasjonen av a og
b, mens (a _ b) innebærer at enten a eller b er gyldige konfigurasjoner. Vi
kan dermed si at skranker angir mengden av gyldige konfigurasjoner i en
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spesifikasjon, og det å finne kompatibilitetsmengden til to skranker inne-
bærer å gjøre en snittoperasjon på mengdene angitt av skrankene.
En måte å beregne mengden av alle gyldige konfigurasjoner i en skranke
er å transformere den til disjunktiv normalform (DNF). Dette er en syn-
taktisk regel som har den egenskap at uttrykk på denne formen kun består
av en disjunksjon av konjunksjoner. For eksempel er uttrykket (a ^ b) _ c
på disjunktiv normalform, mens uttrykket (a _ b) ^ c må transformeres til
(a ^ c) _ (b ^ c) for å være på DNF. Det siste uttrykket er allikevel logisk
ekvivalent med uttrykket før transformasjonen.
Når vi har et uttrykk på DNF, er dette i prinsippet en liste over valgmu-
ligheter. Anta at vi har en spesifikasjon for et endepunkt, som støtter en
videostrøm, i ett av formatene v1 eller v2, kombinert med en audiostrøm
i enten formatet a1 eller a2. Dette kan uttrykkes ved:
((v1 _ v2) ^ (a1 _ a2))
Slik det er nå, er ikke uttrykket på DNF. Dersom vi transformerer det, får vi
et uttrykk som kan mappes direkte over i en mengde valgmuligheter, der
konjunksjoner angir lovlige konfigurasjoner:
((v1 ^ a1)
| {z }
Valg1
_ (v1 ^ a2)
| {z }
Valg2
_ (v2 ^ a1)
| {z }
Valg3
_ (v2 ^ a2)
| {z }
Valg4
)
Dermed kan vi finne kompatibilitetsmengden mellom to skranker ved å
transformere begge til DNF, for deretter å utføre en snittoperasjon på de
to resulterende mengdene.
En fremgangsmåte1 for å transformere (villkårlige) uttrykk til disjunktiv
normalform kan sees i algoritme 1.
Medielister
Den andre bestanddelen i en source eller sink er en liste eller mengde
L : fm
1
; : : : ;m
N
g, der m
i
betegner mediespesifikasjoner av MIME-typer
som støttes av endepunktet. La L
A
og L
B
betegne to slike lister. Kompati-
bilitetsmengden C
AB
L
AB
til L
A
og L
B
er alle mediespesifikasjonene som
støttes av begge, det vil si en liste L slik at:
C
AB
= L : 8m
a
2 L
A
;m
b
2 L
B
 c
m
(m
a
;m
b
) 6= ; , c
m
(m
a
;m
b
) 2 L
Der c
m
er en funksjon som returnerer kompatibilitetsmengen til to me-
diespesifikasjoner.
1 Algoritmen er noe forenklet, den tillater for eksempel ikke negasjoner av klausuler.
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Algoritme 1 Transformasjon av uttrykk til disjunktiv normalform
Anta at vi har et uttrykk som skal transformeres, på formen:
(left operator right), eller kun left . Både left og right kan igjen være
sammensatt av nye uttrykk, (e1 operator e2), eller de kan være literaler,
som innebærer at de ikke er sammensatt av andre klausuler. Operatorer
kan være enten ^ eller _, logisk AND eller OR.
1. Hvis uttrykket kun består av left , normaliser det, og gå til punkt 8.
2. Se på hvert av uttrykkene left og right. Hvis de ikke er literaler, nor-
maliser dem (rekurser).
3. Se på operatoren, hvis den er OR, gå til punkt 8.
4. Vi har nå et AND-uttrykk på formen (left^right). Se på left . Hvis dette
uttrykket er et literal eller et AND-uttrykk, gå til punkt 5, ellers gå til
punkt 6.
5. Se på right. Dersom dette er et AND-uttrykk eller et literal, gå til
punkt 8. Ellers har vi at hele uttrykket er på formen (left ^ (e1 _ e2)).
Konstruer uttrykket ((left ^ e1) _ (left ^ e2)), normaliser hvert av de-
luttrykkene, og gå til punkt 8.
6. Her er left på formen (e1_e2). Se på right. Hvis dette er et OR-uttrykk,
gå til 7, ellers konstruer uttrykket ((e1 ^ right) _ (e2 ^ right)) og nor-
maliser hvert av deluttrykkene. Gå til punkt 8.
7. Hele uttrykket er her på formen ((e1_e2)^(e3_e4)). Konstruer uttryk-
ket ((e1_e2)^e3)_((e1_e2)^e4)) og normaliser begge deluttrykkene.
8. Vi er ferdige.
Medietyper
Medietyper er identifisert ved en mime-type, og består kun av en liste med
parameterspesifikasjoner. LaM
i
: fm
i
; l
i
g betegne spesifikasjonen av me-
dieformat i, derm
i
er MIME-typen til formatet og l
i
er parameterlisten. To
medietyper M
A
og M
B
er kompatible hvis m
A
= m
B
, og l
A
er kompatibel
med l
B
. Hvis c
p
er en funksjon som finner kompatibilitetsmengden mel-
lom to parameterlister, kan kompatibilitetsmengden C
AB
mellom M
A
og
M
B
defineres som:
C
AB
=

fm
A
; c
p
(l
A
; l
B
)g; m
A
= m
B
^ c
p
(l
A
; l
B
) 6= ;
; ellers
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Parameterlister
La M
i
: fp
i1
; : : : p
iN
g angi en liste over medieparametere for medietype i.
La i tillegg c
par
være en kompatibilitetsfunksjon på parameternivå. Kom-
patibilitetsmengden C
AB
mellom to slike lister, M
A
og M
B
kan defineres
slik:
C
AB
= L : (8a 2M
A
 9b 2M
B
 c
par
(a; b) 6= ;) , c
par
(a; b) 2 L
Parameternivå
Medieparametere består av en identifikator og en verdimengde. En ver-
dimengde kan enten være et intervall, eller en mengde verdier eksplisitt
angitt. To parametere er kompatible hvis de kan anta minst én felles verdi,
og kompatibilitetsmengden for to parametere angir mengden av alle ver-
dier parameterene har felles. La p
1
og p
2
betegne to parametere. Vi finner
kompatibilitetsmengden C
AB
mellom p
1
og p
2
på en av følgende måter:
C
AB
=
8
<
:
p
1
\ p
2
(1)
L : 8e 2 p
1
 (p
2
:min  e  p
2
:max) ) e 2 L (2)
(max(p1:min; p2:min);min(p1:max; p2:max)) (3)
Forklaring:
(1) p
1
og p
2
er begge mengder
(2) p
1
er en mengde, p
2
et intervall
(3) p
1
og p
2
er begge intervaller
3.7 Hvordan utnytte medieinformasjon?
I de foregående avsnittene har vi gått gjennom metoder for testing av
kompatibilitet. Dette gir oss rent syntaktisk informasjon, som kan benyt-
tes til å avgjøre hvor stor grad av interoperabilitet som finnes mellom en-
depunkter. Denne informasjonen er nyttig i situasjoner der det er nød-
vendig å forandre på en konfigurasjon, ettersom den representerer et sett
med valgmuligheter. Men den gir oss inget grunnlag for å foretrekke en
mulig konfigurasjon fremfor en annen, fordi modellen ikke omfatter se-
mantisk informasjon. Den forteller oss for eksempel ingen ting om at en
gitt konfigurasjon vil kreve mye eller lite ressurser, eller om den har høy
eller lav kvalitet.
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Vi ønsker at en spesifikasjon av et endepunkt skal si mer om egenskapene
til endepunktet enn rent syntaktisk informasjon om kompatibilitet. Der-
for har vi behov for å utvide modellen med ekstra informasjon om medi-
eformater. Et mål er at kompatibilitetsmodellen skal kunne eksistere uten
avhengigheter til andre enheter i systemet, fordi den representerer en full-
stendig innkapsling av et subsystem med klart definert funksjonalitet.
3.7.1 Fokus på flere nivåer
Derfor har vi valgt å konstruere en parallell, uavhengig modell for medi-
einformasjon. Når vi skal utforme informasjonsmodellen har vi to per-
spektiver å ta hensyn til, brukernivået og systemnivået. Det kan virke som
om det vil være motstridende interesser mellom entiteter på disse nivå-
ene, i den betydning av at brukere fokuserer på å oppnå best mulig mot-
tatt kvalitet på medieoverføringen, mens man på systemnivået er inter-
essert i å bevare ressursbalansen. Men det kan argumenteres for at dette
egentlig ikke er en interessekonflikt. Dersom man får til et samspill mel-
lom partene, vil man oppleve at ressurstilgangen til applikasjonene blir
mer deterministisk, og dette er en viktig faktor til brukertilfredshet.
På systemnivå opereres det med medieuavhengige QoS-parametere, som
for eksempel pakkestørrelse eller gjennomstrømming. Slike parametere
kan mappes over i ressurser, som for eksempel båndbredde eller CPU-
load. Situasjonen er derimot annerledes på applikasjonsnivå, der mange
QoS-parametere avhenger av medieformatet. For eksempel vil paramete-
re som rammebredde og rammehøyde være relevante for en videoappli-
kasjon, mens de vil være meningsløse for en applikasjon som er basert
på avspilling av audio. Dessuten vil det samme problemet eksistere hvis
medieformatene er relatert til hverandre. Ta for eksempel video kodet i
MPEG-formatet og ukomprimert video. Begge representerer medietypen
video, men det gir liten mening å skulle spesifisere kvantiseringsfaktoren
qscale for ukomprimert video, mens den er ytterst relevant for kvaliteten
på MPEG-videoen.
Modellen befinner seg på applikasjonsnivå, mellom brukernivå og system-
nivå. Når vi skal spesifisere krav til den, er det derfor viktig at vi tar høyde
for at den skal tilby ulik funksjonalitet, avhengig av hvilket av disse nivå-
ene den betjener. Både system- og applikasjonsparametere må være til-
stede i modellen. Vi vil derfor dele kravspesifikasjonen i to, ved å se den
fra både brukerperspektivet og systemperspektivet.
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3.7.2 Krav på brukernivå
Først og fremst må modellen ta hensyn til heterogenitet blant brukere.
Noen brukere har et høyt ekspertisenivå, og ønsker å ha en stor grad av
kontroll over konfigurasjonsprossessen, basert på informasjon om tilgjen-
gelige konfigurasjoner. Andre er mindre avanserte, og ønsker kanskje mer
støtte av systemet for å foreta valg basert på abstraksjoner av den mer
detaljerte informasjonen, som for eksempel å velge mellom kvalitetene
“god”, “middels” eller “dårlig”. For å tilfredsstille begge disse brukergrup-
pene, er det et krav til modellen at den tilbyr så detaljert informasjon som
mulig, som er det mest generelle tilfellet. Dermed kan vi støtte oss på at
hjelpeapplikasjoner (brukeragenter) sørger for å velge riktig abstraksjons-
nivå tilpasset det aktuelle ekspertisenivået hos en bruker.
I tillegg kreves det at modellen tilbyr informasjon til brukere (brukeragen-
ter) om hvilke krav til ressurser som stilles av de ulike medieformatene.
Dette kan benyttes som et grunnlag til å avgjøre hvorvidt visse konfigura-
sjoner egner seg under gitte forhold.
En oppsummering av kravene blir dermed:
 For hver parameter skal det være informasjon om i hvilken grad den
er justerbar, og hvilket utslag på kvaliteten en justering innebærer.
 Det skal finnes en beskrivelse av parameteren, slik at brukere som
ønsker det, kan få informasjon om hva parameteren representerer,
og hvordan den innvirker på kvaliteten.
 Det skal være mulig å beregne et estimat over hvor mye ressurser en
villkårlig konfigurasjon vil trenge, for å være i stand til å velge en pas-
sende initiell konfigurasjon og en adapsjonsstrategi.
3.7.3 Krav fra systemnivå
På systemnivå er vårt fokus at vi skal kunne ha en oversikt over hvor mye
ressurser som konsumeres til ethvert tidspunkt. Ettersom dette er avhen-
gig av hvilke medieformater som benyttes av applikasjonene, kreves det
at modellen støtter mapping fra applikasjonsnivå QoS-parametere over i
parametere på systemnivået.
3.7.4 Utforming av modellen
Basert på kravene som stilles til modellen fra system- og brukernivå fo-
reslår vi en modell for medieinformasjon som vist i figur 3.3. Vi har valgt
å lage en typemodell med attributter over den stiplede linjen og funksjo-
ner under, for å understreke skillet mellom attributtbasert og funksjonell
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*
parameters
1
ParameterMediaFormat
name
name
type
composition
descriptionmapToSystem()
qualityCompare()
Figur 3.3: Konseptuell modell for medieinformasjon
informasjon. Selv om medieformater og parametere er modellert som to
separate typer, er det ikke slik det nødvendigvis vil bli implementert, etter-
som de vil ha form av spesifikasjoner, og det vil derfor være mer intuitivt
å legge parameterdefinisjonene inn i spesifikasjonen av medieformatet.
Vi vil først se på oppbygningen til medieparametere:
name er navnet på parameteren, for eksempel samplesize.
type bestemmer hvilken datatype parameteren har, for eksempel om den
er et heltall eller flyttall.
composition sier noe om parametertypen er en sammensatt type, og i
tilfelle hvor mange komponenter den er sammensatt av. Et eksempel
på dette er parameteren framesize for video, som ved å ha composi-
tion lik 2, kan representeres ved tupler på formen (høyde, bredde).
description er myntet på brukerne, og er ment å være en tekstlig forkla-
ring av hva parameterens funksjon er. Dette er tatt med for å imø-
tekomme brukere som er interessert i å bestemme konfigurasjoner
ned på parameternivå.
qualityCompare() er en funksjon som tar to parameterverdier, og bestem-
mer hvilken av de som gir høyest kvalitet. Hvis vi for eksempel har to
verdier for audioparameteren samplerate, vil en slik funksjon typisk
fortelle at den høyeste verdien av de to er den beste. Dermed har vi
et grunnlag for å rangere ulike parameterverdier etter kvalitet.
Medieformater har følgende attributter:
name er MIME-identifikatoren til medieformatet. Dermed er det entydig
bestemt hvilket format informasjonen gjelder for.
parameters er en liste over gyldige parametere som hører til det aktuelle
medieformatet.
mapToSystem() beskriver en mapping fra et sett med parameterverdier
over i en gitt systemparameter. Dermed har vi en metode for å finne
ut hvor mye ressurser en gitt konfigurasjon vil trenge.
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Dermed har vi en modell som har tatt høyde for de kravene vi satte til
den. Brukere (eller brukeragenter) har nå et grunnlag for å bestemme kva-
liteten på ulike mediekonfigurasjoner, basert på funksjonalitet som sam-
menligner parameterkvaliteter. Dessuten er det mulig å bestemme res-
surskravene til konfigurasjoner, fordi man har tilgang til funksjonalitet
som mapper fra applikasjonsnivå QoS-parametere til systemnivå. Dette
oppfyller i tillegg er kravet fra systemnivået om at det skal være mulig å be-
stemme ressursbehov for konfigurasjoner basert på QoS-parametere på
applikasjonsnivå.
3.7.5 Modellen og mediekvalitet
Vi har gjennom å utvikle modellen gjort et forsøk på å formalisere kvali-
tetsbegrepet, i den grad det er mulig. Vi tror det er vanskelig å gi en full-
stendig modell over hvordan kvaliteten påvirkes av medieparametere, et-
tersom kvalitet oppfattet av brukerne er et meget subjektivt begrep. I ste-
det forsøker vi å holde modellen på et enklest mulig nivå, der vi fokuserer
på at forandringer i parameterene vil ha en positiv eller negativ virkning
på resultatet. Dette gjør vi ved å rangere parameterverdiene etter kriteri-
ene “bedre-enn” og “dårligere-enn”, slik at det er mulig å avlede i hvilken
retning en forandring vil påvirke kvaliteten.
Man kan se på individuelle medieparametere som komponenter i en ge-
nerisk kvalitetsfunksjon. For eksempel kan vi tenke oss at vi har et tilbud
til en bruker i form av en videospesifikasjon, som inneholder paramete-
rene fP
1
; : : : ; P
N
g, og at disse har et sett med verdier de kan anta. Anta
videre at vi er ønsker et generisk kvalitetsattributt som kan ha verdier fra 0
til 1. En måte å angi hvordan parameterene bidrar til den totale kvaliteten
på, er å si at de i utgangspunktet har samme signifikans. Dette kan enkelt
gjøres ved å la hver parameter få en vekt på 1
N
av den totale kvaliteten.
Å beregne total kvalitet for et sett verdier, v
1
; : : : ; v
N
, kan da enkelt gjøres
gjennom å beregne summen:
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X
i=1
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N
v
i
  P
i
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P
i
:max  P
i
:min
der F
i
er lik 1 dersom kvaliteten øker med høyere parameterverdier, og 1
hvis ikke.
Dette er selvfølgelig ingen optimal løsning, ettersom ulike parametere i
virkeligheten har ulik betydning for mottatt kvalitet. Allikevel kan man
tenke seg situasjoner der en brukeragent observerer brukernes ulike valg
over tid (Langley, 1997), og benytter denne informasjonen til å avgjøre
hvilke parametere som er spesielt viktige for nettopp denne brukeren.
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Watson og Sasse (1998) presenterer en slik metode for å måle brukertil-
fredshet i et multimediasystem, der det tas hensyn til at den totale kvali-
teten som oppfates av en bruker er flerdimensjonal over alle mediepara-
meterene. Parameterenes individuelle vekt kan oppdateres kontinuerlig,
basert på brukerobservasjonene.
Kapittel 4
Arkitektur for
endesystemer
Dette kapittelet er ment å forklare hovedelementene og konseptene i vår
arkitektur for endesystemer.
Den første fasen i å utforme en arkitektur dreier seg oftest om å strukture-
re systemet inn i et antall subsystemer, der hvert subsystem er en uavhen-
gig programvareenhet som ikke avhenger av tjenester fra andre subsyste-
mer for å fungere (Sommerville, 2000). I denne fasen kan det også være
nyttig å definere distribusjonen og kommunikasjonen mellom subsyste-
mene, ettersom disse setter premisser for de senere fasene i designpro-
sessen.
Vi vil presentere vår arkitektur og gå tettere inn på de enkelte komponen-
tene, sett i lys av deres omgivelser. Det gjør vi ved først å gi en oversikt
over hele systemet i neste avsnitt, for deretter å ta for oss hver komponent
i nærmere detaljer. Til slutt, i avsnitt 4.7, går vi igjennom interaksjonsmo-
dellen for systemet.
4.1 Oversikt
Med bakgrunn i kravene som stilles til systemet, og etter prinsippet om at
QoS-forvaltningen er lagdelt, finner vi det naturlig å dele systemet inn i
komponentene som vist i figur 4.1. Bakgrunnen for at vi har valgt nettopp
disse komponentene er at de tilsammen representerer en inkarnasjon av
et system som inkorporerer alle perspektivene vi valgte å legge til grunn
for vår analyse:
 Medieperspektivet, at det må tas hensyn til spesielle egenskaper ved
medieformater, og som dekkes av Media Knowledge Base, eller me-
dieagenten.
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System-
nivå
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nivå User Agent Application
Media KBService Agent
Reservation
Agent
Figur 4.1: Hovedstrukturen i arkitekturen
 Ressursperspektivet, at det er nødvendig å ha et system som reser-
verer, overvåker og forvalter systemressurser på en helhetlig måte.
Derfor er det naturlig å ha en komponent dedikert til disse oppgave-
ne.
 Applikasjonsperspektivet, at det er ønskelig med støtte for testing
av interoperabilitet og kompatibilitet mellom applikasjoner, og for-
handling med brukerne. Dette ansvaret deles mellom Service Agent
og User Agent.
 Brukerperspektivet, der det stilles krav om at det må tas hensyn til
heterogenitet i brukermassen og brukernes innflytelse på systemets
oppførsel. Derfor finner vi det riktig å skille ut dette ansvaret i en e-
gen komponent, User Agent, som best kan ta hensyn til en brukers
preferanser og særegenheter.
4.1.1 Oversikt over forhandlingsprosessen
For å klargjøre konseptene og de ulike rollene i arkitekturen, vil vi gå gjen-
nom en oversikt over de ulike fasene i en sesjon for medieoverføring. Vi
kan tenke oss at utgangspunktet for en slik sesjon er at vi har to endesy-
stemer som er strukturert på samme måte som i figur 4.1, og at vi har en
bruker på hvert system, som ønsker å kommunisere gjennom en overfø-
ring av for eksempel audio eller video.
For at dette skal kunne oppnås, er det nødvendig med en forhandling på
forhånd, og målet med denne forhandlingen er å komme fram til en me-
diekonfigurasjon for hver av brukerne, som de respektive applikasjonene
kan benytte til medieoverføringen. For å forenkle forklaringen, antar vi
her at brukerne benytter kun én applikasjon hver, og vi utelater den ene
brukeren og brukeragenten, fordi interaksjonsmodellen er symmetrisk i
begge endepunktene. Et typisk scenario vil dermed kunne arte seg slik (se
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Figur 4.2: Interaksjonssekvensene i en forhandling
Figuren viser en forhandlingssekvens sett fra én side, Brukeren og
brukeragenten på det andre endesystemet er utelatt.
figur 4.2):
1. En bruker starter sin applikasjon direkte, eller brukeragenten starter
applikasjonen på vegne av brukeren, med informasjon om at bruke-
ren ønsker å kommunisere med en annen bruker på en annen ma-
skin.
2. Applikasjonen kontakter Service Agent på sin lokale maskin, og over-
leverer samtidig en spesifikasjon over sine medieegenskaper, sam-
men med informasjon om hvilken annen maskin den ønsker å kom-
munisere med. Samtidig vil applikasjonen kontakte sin motpart på
det motsatte endesystemet, for eksempel via en sesjonsinitierings-
protokoll, slik at den motsatte applikasjonen tar kontakt med sin lo-
kale Service Agent.
3. Service Agent sender applikasjonens egenskaper i en forespørsel til
den tilsvarende agenten på det motsatte endesystemet.
4. Agenten på det andre endesystemet, som nå innehar begge applika-
sjonenes egenskaper, foretar en test på kompatibiliteten mellom ap-
plikasjonene. Resultatet av denne testen er to kompatibilitetsspesifi-
kasjoner, en for hver applikasjon (se avsnitt 3.6). Deretter vil agenten
sende den ene av disse tilbake til den første agenten.
5. På dette tidspunktet vil begge agentene besitte kompatibilitetsinfor-
masjon om applikasjonene, og dermed kan brukerforhandlingen be-
gynne. Service Agent vil sende en forespørsel om brukerforhandling
til sin lokale User Agent (brukeragent).
6. User Agent forhandler med brukeren, og kommer fram til en aksep-
tabel mediekonfigurasjon, og en adapsjonsstrategi. Denne sendes så
tilbake til Service Agent.
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Figur 4.3: Klienten styrer tjenerens oppførsel gjennom adapsjonsstrategi-
en.
7. Etter å ha mottatt mediekonfigurasjonen og adapsjonsstrategien fra
brukeragenten, vil Service Agent sende en melding til motsatt Service
Agent om at brukeren ønsker å benytte denne konfigurasjonen, og
denne meldingen blir videreformidlet til applikasjonen på det ende-
systemet, som dermed kan begynne å sende data.
8. Service Agent venter deretter på en tilsvarende melding fra motsatt
Service Agent. Så snart denne kommer, vil den be sin lokale applika-
sjon om å benytte denne konfigurasjonen og starte overføringen.
Under overføringen vil forandringer i systemet kunne intreffe, og appli-
kasjonene vil måtte være forberedt på å tilpasse seg. Vår intensjon er at
denne tilpasningen (adapsjonen) skal være bestemt av brukernes adap-
sjonsstrategier, slik at vi ivaretar deres innflytelse på systemet. Dette er
illustrert i figur 4.3. Det er Service Agents ansvar å ivareta brukernes adap-
sjonsstrategier, gjennom å gi meldinger til applikasjonene om å forandre
på konfigurasjoner eller å rekonfigurere, etter brukerns ønsker i aktuelle
situasjoner.
4.2 Distribusjon
Som vi har nevnt tidligere, har vi valgt å modellere et system som består
av flere frittstående, samarbeidende komponenter. Bakgrunnen for at vi
har gjort det på denne måten er at omgivelsene er preget av heterogeni-
tet. Endesystemer og nettverk er ulike med hensyn til funksjonalitet og
oppbygning, og metoder for å aksessere ressurser varierer fra system til
system. Brukerne av systemet representerer også en gruppe mennesker
med forskjellig bakgrunn, ønsker og preferanser, og vil ha varierende be-
hov, avhengig av disse faktorene.
Det vil derfor være vanskelig å utforme en monolittisk arkitektur som hånd-
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terer disse oppgavene for alle typer systemer. En alternativ måte å angripe
problemet på, er å distribuere funksjonaliteten over flere komponenter.
Dermed kan man definere koblingene mellom disse slik at hver kompo-
nent tilbyr tilgang til sin funksjonalitet gjennom et grensesnitt som er på
et slikt abstraksjonsnivå at det er det samme, uansett hvordan de interne
detaljene i komponenten ser ut.
I en slik arkitektur som består av et sett med løst koblede komponenter, vil
det være behov for en sentral entitet i endesystemet som de andre kom-
ponentene kan forholde seg til. Denne sentrale komponenten kan opptre
som en koordinator, og styre kommunikasjonen i systemet, samtidig som
den forenkler situasjonen for andre komponenter, ettersom de kun får én
aktør å forholde seg til.
I de neste avsnittene vil vi ta for oss hver enkelt av komponentene i arki-
tekturen, og fortelle om deres hovedfunksjoner og oppgaver, uten å kom-
me inn på interne implementasjonsdetaljer.
4.3 Reservation Agent
Reservasjonsagenten opptrer på systemnivået, og har oppgaver som ret-
ter seg spesifikt mot ressursforvaltning. Det er ulike typer ressurser som
skal forvaltes, både i endesystemet selv og i nettverket. For eksempel er C-
PU en ressurs som er delt mellom alle prosessene i endesystemet, og ved
sanntidskrav til medieprosessering er det nødvendig at det gis prioriteter
til de applikasjonene som har behov for det, i den grad det er mulig.
Vi har valgt å modellere reservasjonsagenten som en uavhengig enhet av
flere grunner. For det første ønsker vi en enhetlig tilgang til funksjonali-
tet for ressurshåndtering, at det er tilstrekkelig å forholde seg til en aktør.
For det andre er det store forskjeller fra system til system med tanke på
hvilken ressursforvaltning som tilbys. Noen operativsystemer har støtte
for å sette prioritet på CPU-skeduleringen, mens andre ikke har det. Til-
svarende er noen rutere satt opp med støtte for RSVP, mens andre ikke
tilbyr noen reservasjonsmuligheter i nettverket. I tillegg kan man benyt-
te forskjellige transportsystemer, for eksempel IP eller ATM, og disse vil
ha ulike metoder for å reservere ressurser. Derfor er det ønskelig å kun-
ne forholde seg til ressurser på et høyere abstraksjonsnivå, slik at det kun
er reservasjonsagenten som befatter seg med detaljer ved de enkelte sy-
stemressurser, og tilbyr et enhetlig grensesnitt opp mot klienter.
Reservasjonsagenten vil nødvendigvis være tett knyttet til operativsyste-
met og nettverkssystemet. Metoder for tilgang til ressurser varierer mel-
lom ulike omgivelser. Derfor er det nyttig at brukeragenten enkelt kan er-
stattes med en annen tilsvarende komponent, avhengig av hvilke omgi-
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velser den befinner seg i. All kommunikasjon med agenten foregår i tillegg
gjennom en protokoll, slik at det eksisterer et formalisert grensesnitt for å
nyttegjøre seg dens tjenester.
4.3.1 Tilgangskontroll
Reservasjonsagenten skal kunne ta i mot forespørsler om ressurstilgang,
i form av en ressurstype og en ønsket verdi, og gi et positivt eller negativt
svar på om forespørselen lar seg gjennomføre. Dermed kan andre kom-
ponenter forholde seg til agenten på en enheltlig måte, uten å trenge å ta
hånd om slik funksjonalitet selv. Resultatet av slike forespørsler kan be-
nyttes av andre til å finne ut om det er mulig å sette opp forbindelser med
visse konfigurasjoner.
Etter å ha sendt en forespørsel om tilgjengelighet av en ressurs er det ofte
ønskelig med mer differensierte svar enn “ja” eller “nei”. For eksempel vil
systemet kunne gi bedre garantier ved visse typer forespørsler enn andre.
Derfor vil en slik forespørsel til reservasjonsagenten resultere i et svar en-
ten i form av en avvisning (rejection), eller som et positivt svar i form av
et nivå på garantien som kan tilbys (service level). Dette gir klientene en
pekepinn på hvordan tjenesten vil kunne arte seg.
Vi har valgt å definere tjenestenivåer som i (Danthine og Bonaventure,
1994). Det er særlig to tjenesteklasser herfra som er interessante for oss:
threshold (terskel) og guaranteed (garantert) QoS. Threshold QoS innebæ-
rer at man ikke har forpliktelser til å overholde noen kontrakt, men at det
skal indikeres hvis oppnådd nivå er svakere enn det forhandlede (terske-
len). Guaranteed QoS betyr at man forplikter seg til å overholde kontrak-
ten som er forhandlet fram.
Derfor vil et tjenestenivå i form av garantert QoS bety at klienten kan væ-
re helt sikker på at nok ressurser er tilgjengelig under hele overføringen,
mens en terskel QoS vil indikere at klienten må være forberedt på utføre
adapsjon.
4.3.2 Ressursallokering
Reservasjonsagenten har også som oppgave å allokere systemressurser
på vegne av applikasjoner. Dette skjer etter at tilgangskontroll har funnet
sted. Vi ønsker å ha et enhetlig grensesnitt mot ressursreserveringen for å
minimalisere kompleksiteten for applikasjonene, derfor lar vi agenten ha
ansvar for å reservere flere typer ressurser. Dette innebærer at agenten må
ha mulighet til å kommunisere med slike mekanismer både i operativsy-
stemet og i nettverket, og den vil derfor være tett knyttet til systemlaget.
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Hvorvidt det er mulig å reservere ressurser er avhengig av egenskapene
til det underliggende operativsystem og nettverket. Det finnes operativ-
systemer som for eksempel tilbyr muligheten til å gi garantier for skedu-
lering av prosesser eller tråder, mens andre ikke har slike fasiliteter. Noen
nettverk har støtte for reservering av ressurser, som for eksempel ATM,
mens andre ikke har det. Det er derfor en av oppgavene til reservasjonsa-
genten å undersøke i hvilken grad de ulike ressursene i systemet er reser-
verbare.
Reservasjonsagenten kan benytte seg av hvilken allokeringsstrategi den
ønsker, optimistisk eller pessimistisk, men dette er avhengig av omgivel-
sene den befinner seg i. Ettersom agenten tilbyr et abstraksjonsnivå over
systemressursene, står den fritt til å benytte seg av tilgjengelige mekanis-
mer som finnes i systemet for å reservere systemressurser, for eksempel
SNMP eller RSVP for nettverksressurser.
4.3.3 Overvåkning (monitorering)
Igjen er slik funksjonalitet avhengig av hva som tilbys fra systemet. Men
som et minimum kan vi kreve at agenten skal holde oversikt over:
 Ressurser som finnes og kan håndteres i systemet, et mål over hvor
stor kapasitet som er tilgjengelig totalt, og informasjon om hvordan
de enkelte ressursene allokeres og håndteres.
 Hvilke ressurser som er reservert av ulike applikasjoner og forbindel-
ser, og hvor mye som faktisk benyttes.
Vi ønsker at agenten skal indikere dersom nivåer som er forhandlet frem
ikke kan overholdes, eller dersom noe uventet skjer, som for eksempel
at tilgjengelig båndbredde minker drastisk, slik at applikasjonene har en
mulighet til å takle dette på en fornuftig måte. Derfor er det nødvendig at
agenten har en metode for å kommunisere slike meldinger til klienter.
4.4 Media Knowledge Base
For å ivareta medieperspektivet og kravene det stiller til systemet har vi
inkludert komponenten Media Knowledge Base (medieagent) i arkitekti-
uren. Denne agenten har som oppgave å ivareta den funksjonaliten som vi
har beskrevet i mediemodellen i avsnitt 3.7. Nærmere bestemt vil det be-
stå i å opptre som en database over medieinformasjonsobjekter. Slike ob-
jekter er knyttet til medieformater, og beskriver hvert medieformat med
informasjon om:
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 Hvilke parametere som skal spesifiseres og hvilke typer parameterene
kan anta.
 Hvilken virkning justering av parameterene vil ha å si for kvaliteten
på mediet.
 Funksjoner for å mappe applikasjonsnivå QoS parametere over i pa-
rametere på systemnivå og ressurser.
På denne måten får klienter tilgang til informasjon om aktuelle medie-
formater, for å kunne vurdere forskjellige konfigurasjonsmuligheter og å
foreta passende valg i ulike forhandlingssituasjoner.
Man kan argumentere for at dette er en såvidt smal oppgave at det ikke er
nødvendig å ha en egen, dedikert agent til formålet, men det gir mening å
isolere denne funksjonaliteten i en enkelt komponent sett fra et distribu-
sjonssynspunkt. For det første befatter medieagenten seg med data, me-
dieinformasjon, som kontinuerlig må være oppdatert. Derfor er det øns-
kelig at det finnes en mekanisme for at slik informasjon oppdateres fra et
sentralt sted, og ikke ligger spredt rundt i systemet. Dessuten vil mange
slike agenter innebære en utstrakt replikasjon av data. Derfor vil det være
fornuftig å la en medieagent betjene flere endesystemer, slik at ressurse-
ne blir best mulig utnyttet. Hvor i systemet medieagenten befinner seg,
er i tillegg transparent for de andre komponentene, som aldri direkte vil
forholde seg til den, ettersom all kommunikasjon med den går via Service
Agent.
4.5 User Agent
User Agent, eller brukeragenten, skal ta hånd om brukernes behov og sær-
egenheter på best mulig måte. Den skal fungere som en assistent for bru-
keren, og være bindeleddet mellom brukeren og systemet. I tillegg har den
som funksjon å avlaste applikasjoner ved at den har funksjonalitet for in-
teraksjon og forhandling med brukeren.
Brukeragenten har ulike oppgaver gjennom alle fasene i en sesjon. Noen
oppgaver er avhengige av i hvilken fase man befinner seg i, slik som for ek-
sempel å reforhandle med brukeren, mens andre oppgaver er de samme,
mer eller mindre uavhengig av konteksten. Slike oppgaver kan for eksem-
pel være å gi generelle beskjeder fra systemet til brukeren.
Vi har valgt å separere brukeragenten ut i en egen, frittstående kompo-
nent. Dermed ligger mulighetene åpne for at forskjellige brukere kan be-
nytte ulike brukeragenter, avhengig av sine preferanser og behov for støtte
i forhandlingsprosessen.
Vi vil i de neste avsnittene se nærmere på de ulike oppgavene til brukera-
genten, i de ulike fasene av kommunikasjonsprosessen.
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Figur 4.4: Forhandling av medieparametere med brukeren
Et eksempel på hvordan man kan visualisere effekten av forandringer
medieparametere i for eksempel en video.
4.5.1 Initiell forhandling
I en situasjon der en bruker ønsker å sette opp en forbindelse til et an-
net endesystem er det først nødvendig å forhandle fram hvilken medie-
konfigurasjon som skal benyttes under overføringen. Dette kalles initiell
forhandling, og målet med denne prossessen er å komme fram til en me-
diekonfigurasjon, og en adapsjonsstrategi.
Valg av konfigurasjon
Utgangspunktet for denne forhandlingen er et tilbud fra den motsatte ap-
plikasjonen, som inneholder alle mulige konfigurasjoner. Den første opp-
gaven til brukeragen blir dermed å presentere de ulike konfigurasjons-
mulighetene på en mest mulig fornuftig måte for brukeren. Dette er i ut-
gangspunktet ikke en triviell oppgave, ettersom den består i å formidle h-
vordan ulike konfigurasjoner og parametere vil påvirke kvaliteten på me-
diet. Som vi har nevnt tidligere, er slike parametere ofte mediespesifikke,
og vi kan ikke kreve at hver brukeragent sitter inne med fullstendig infor-
masjon om alle medieformater. Det vi derimot kan anta er at slik informa-
sjon finnes i medieagentene, og derfor utformer vi interaksjonsmodellen
på den måten at nødvendig metainformasjon om alle medieformatene i
tilbudet sendes til brukeragenten, slik at denne kan benyttes i forhandlin-
gen med brukerne.
Vi så i avsnitt 3.7.5 at det er mulig å benytte metainformasjonen om medi-
eformatene ganske direkte, ved å la alle parametere ha lik signifikans når
det gjelder å bestemme kvaliteten på en mulig konfigurasjon. Et eksempel
på et slikt mulig brukergrensesnitt kan sees i figur 4.4.
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Figur 4.5: Prinsipp for adapsjonsstrategier.
Adapsjonsstrategien får input fra systemet, og gjør operasjoner på
brukerens konfigurasjon, i tråd med brukerens preferanser.
Et slikt grensesnitt kan være tilstrekkelig for mange, men ofte vil brukerne
ha informasjonen presentert på et mer abstrakt nivå. Dette kan for ek-
sempel være tekstlige betegnelser som “god”, “middels” eller “dårlig”, eller
som avspillinger av eksempler på mediekonfigurasjoner i varierende kva-
litet (Gecsei, 1997).
Brukeragenten får tilsendt nok informasjon om systemtilstanden til at den
skal kunne utføre en foreløpig tilgangskontroll, slik at man unngår tilfeller
der brukeren i utgangspunktet velger en urealistisk konfigurasjon. I til-
legg kan den sende forespørsler til systemet om tilgangskontroll på gitte
konfigurasjoner, og på den måten sørge for at tilstandsinformasjonen blir
oppdatert dersom brukerforhandlingen tar lengre tid.
Valg av adapsjonsstrategi
Adapsjonsstrategien skal være brukerens representant på det motsatte en-
desystem. Den skal reagere på ytre stimuli, i form av endringer i systempa-
rametere, og gjøre operasjoner på brukerens konfigurasjon på bakgrunn
av dette, se figur 4.5.
En viktig faktor for brukernes vurdering av QoS er predikerbarhet (Bouch
og Sasse, 1999). Det vil si at brukerne har en viss ide om hvordan en even-
tuell overføring vil arte seg, basert på forhåndskunnskap om forholdene i
systemet. I tillegg er det liten vits i at brukeren forhandler fram en konfigu-
rasjon som man på forhånd vet ikke vil la seg sette opp. Det er derfor vik-
tig at informasjon om systemforholdene er tilgjengelig for brukeragenten
i denne fasen av forhandlingsprosessen. Et annet aspekt av predikerbar-
het er at brukerne er inneforstått med hva som vil skje ved en forandring i
forholdene, som for eksempel hvis andelen pakker som går tapt i nettver-
ket øker. Der er dermed behov for at brukerne har en strategi for hvordan
man skal forholde seg til slike situasjoner. Det er vanskelig å definere en
generell metode for slik adapsjonsstrategi, fordi den vil være avhengig av
flere faktorer, som alle er variable:
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 Brukeren. Alle brukere er forskjellige og har egne preferanser. Derfor må
strategiene eksistere for hver bruker.
 Aktuelle konfigurasjonsmuligheter. Ettersom konfigurasjonsmulighete-
ne varierer med forskjellige applikasjoner, må strategiene ta hensyn til
dette.
 Forholdene i systemet. Strategiene må tilpasses ettersom disse varierer.
Samtidig vil det sannsynligvis kunne finnes mønstre, særlig i brukerens
adferd og preferanser. Dette er informasjon som kan utnyttes av brukera-
genten, til for eksempel å foreslå en adapsjonsstrategi for et videoformat
basert på brukerens tidligere valg med andre, lignende videoformater.
Vi kan nevne et eksempel på at slike strategier er medieavhengige men at
det allikevel kan være mulig å finne mønstre ved adapsjon. En strategi for
å redusere båndbredde for video som baserer seg på DCT (Simpson et al.,
1996) kan for eksempel være:
1. Reduser quantizer scale i små skritt inntil man når et visst nivå.
2. Reduser samplerate skrittvis inntil et visst nivå.
3. Deretter kan man redusere oppløsningen.
Denne strategien vil kun være meningsfylt for videoformater som har de
nevnte parameterene. Men ettersom DCT er basis for kodingsformate-
ne JPEG, MPEG og H.261, vil strategien potensielt kunne fungere som et
mønster for alle disse.
Dette er ett eksempel på en mulig strategi for nedskalering. Den antar for
eksempel at parameteren quantizer scale er mindre viktig enn samplerate
(Fukuda et al., 1997), fordi den er den første parameteren som reduse-
res, men det er usikkert hvorvidt alle brukere deler dette synet. En annen
mulig adapsjonstrategi kunne for eksempel vært å redusere kvaliteten på
parameterene parallellt, slik at man ville unngått den situasjonen at én
parameter var betydelig redusert i kvalitet uten at de andre var affisert.
Dessuten er det mulig at man har flere videoformater å velge mellom, slik
at det kunne være fordelaktig å skifte over til et annet format før man har
redusert kvaliteten på parameterene maksimalt (Boll et al., 1999).
Som vi argumenterte for i avsnitt 3.7.5, tror vi det er mulig at brukeragen-
ten gjennom å observere brukerenes valg over tid har muligheten til å lære
av disse, og vil kunne foreslå fornuftige strategier for adapsjon. For eksem-
pel bør det være mulig å oppdage mønstre i hvordan brukeren prioriterer
visse parametere over andre i visse medieformater.
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4.5.2 Overføringsfasen
Under medieoverføringen er en viktig oppgave hos brukeragenten å fun-
gere som en meldingsformidler og et kommunikasjonsmedium mellom
brukeren og systemet. Det er for eksempel viktig at brukeren får beskjed
dersom garantier ikke kan overholdes, eller ved andre feilsituasjoner. Ge-
nerelle meldinger kan oppstå på mange lokasjoner i systemet, men det er
kun brukeragenten som har direkte interaksjon med brukeren.
I tillegg kan brukeren velge i sin adapsjonsstrategi å sende meldinger til
seg selv. Adapsjonsstrategien utføres på det motsatte endesystemet, etter-
som det er der applikasjonen som betjener brukeren befinner seg. Noen
brukere vil kanskje finne det nyttig å få informasjon om når konfigura-
sjoner endrer seg som følge av adapsjonsstrategien, mens andre brukere
ønsker at dette skal skje transparent.
I visse tilfeller kan det bli nødvendig med reforhandling. Dette kan intref-
fe i spesielle situasjoner, hvis det for eksempel er umulig å gjøre en rekon-
figurasjon slik at ressurskravene ikke overstiger kapasiteten i systemet. I
prinsippet vil dette være i de tilfellene som ikke dekkes av adapsjonsstra-
tegien til brukeren. Overføringen vil da måtte stoppe midlertidig, og bru-
keren må velge en ny konfigurasjon dersom dette er mulig, eller terminere
forbindelsen fullstendig.
Brukeren kan også når som helst bestemme seg for å skifte konfigurasjon.
Det er brukeragentens oppgave å se til at brukeren velger en akseptabel
konfigurasjon, på samme måte som i den initielle forhandlingen. Det er
også viktig at adapsjonsstrategien til brukeren oppdateres tilsvarende, for
å overholde konsistensen mellom konfigurasjon og strategi.
4.6 Service Agent
Service Agent er selve midtpunktet i arkitekturen, og alle de andre kompo-
nentene bygger rundt og er avhengige av den. Den overordnede oppgaven
til agenten er å ha ansvar for å koordinere og samordne funksjonaliteten
til de andre komponentene på en slik måte at de opptrer som et sammen-
hengende, enhetlig system. I tillegg har den egne, mer spesifikke oppgaver
og ansvarsområder.
4.6.1 Håndtere meldinger
Det kan på et hvilket som helst tidspunkt komme meldinger fra andre
komponenter til Service Agent. Det kan for eksempel dreie seg om mel-
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dinger fra reservasjonsagenten angående ressurstilstanden i systemet, el-
ler meldinger fra brukeragenten om at en tjeneste ønskes utført. Slike mel-
dinger skal følges opp av agenten, og riktige valg skal gjøres, avhengig av
meldingens betydning.
4.6.2 Kommunikasjon internt i endesystemet
Agenten har som oppgave å fungere som et kommunikasjonsmedium mel-
lom de andre agentene i endesystemet. Det innebærer at all intern kom-
munikasjon går gjennom Service Agent. Fordelen med denne modellen
er at de andre komponentene får en enkel kommunikasjonsmodell å for-
holde seg til, ettersom de kun skal kommunisere med en aktør. Det vil
også potensielt kunne lette arbeidet med å koordinere interaksjonen mel-
lom de ulike entitetene, siden alle meldinger går via agenten. Ulempen
er at vi får en arkitektur som er mindre robust. Hvis Service Agent av en
eller annen grunn skulle feile, vil de andre komponentene ikke kunne ut-
føre nyttig arbeid, selv om de er fullt funksjonelle, fordi de har mistet sitt
kommunikasjonsmedium. I tillegg vil Service Agent kunne representere
en flaskehals i systemet, hvis den totale mengden meldinger blir stor.
4.6.3 Kommunikasjon med andre endesystemer
For at systemet skal kunne fungere, er det behov for mekanismer for å
kommunisere med andre endesystemer. I de ulike komponentene fin-
nes det informasjon som må sendes og adresseres til riktig destinasjon
på motsatt endesystem. Meldinger består av kontrollinformasjon som må
tolkes, bearbeides og videre behandles.
I vår arkitektur vil all slik kommunikasjon mellom endesystemene gå gjen-
nom Service Agent, og ingen komponent skal behøve å kommunisere med
andre aktører enn denne, hvis vi ser bort fra applikasjoner, som åpenbart
må kommunisere (data) direkte med hverandre. For eksempel vil bru-
keragenten ta kontakt med sin lokale Service Agent når brukeren ønsker å
inngå i en reforhandling. Service Agent vil videresende denne meldingen
til motsatt Service Agent, som dermed gir beskjed til applikasjonen om å
midlertidig stoppe sending av data.
Denne måten å organisere kommunikasjonen mellom endesystemene på
har de samme fordelene og ulempene som ved intern kommunikasjon.
Det letter koordinasjonen, men introduserer også sårbarhet for feil i ko-
ordinatoren og muligheten for at en enkelt komponent blir overbelastet.
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Figur 4.6: Oversikt over hvordan protokollen SACP er delt i ulike seksjoner.
4.7 Interaksjonsmodell
For at ulike komponenter skal fungere sammen som et system, er det nød-
vending å ha en formalisert modell for hvordan de skal interagere med
hverande. Vi viste i avsnitt 4.1.1 hovedtrekkene i interaksjonen mellom de
ulike entitetene når det gjelder å initiere en forbindelse mellom to appli-
kasjoner. Men vi gjorde ikke modellen formell i den forstand at det går
klart fram hvilke typer meldinger som kan utveksles mellom ulike kom-
ponenter og på hvilke tidspunkter disse er akseptable.
Vi har formalisert interaksjonen gjennom å utvikle en protokoll, kalt SACP
(Service Agent Control Protocol). Denne protokollen er tenkt brukt av alle
entitetene i en endesystem, og mellom endesystemer. Som vi har nevnt
tidligere, er Service Agent det naturlige midtpunktet i kommunikasjonen
mellom komponentene. Derfor vil protokollen naturlig dele seg i flere sek-
sjoner, etter hvilke komponenter som er involvert. Figur 4.6 forsøker å il-
lustrere dette. Vi vil i de neste avsnittene beskrive hovedtrekkene i proto-
kollen. Dette gjør vi ved å ta for oss en protokollseksjon om gangen.
4.7.1 Generelle meldinger
Visse meldinger er uavhengige av hvilken del av protokollen de benyttes i.
Det dreier seg om meldinger for å eksplisitt bryte forbindelsen til Service
Agent, og for å signalisere feil. I tilfeller der feil oppstår, brytes generelt
forbindelsen mellom Service Agent og den aktuelle komponenten.
Vi har to slike generelle meldinger:
disconnect En komponent bryter forbindelsen.
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error En feil har oppstått, forbindelsen termineres.
Disse meldingene har forskjellig grad av viktighet, avhengig av hvilken
komponent de kommer fra. For eksempel vil det påvirke systemet kraf-
tig hvis en reservasjonsagent faller fra, mens det ikke nødvendigvis vil få
alvorlige konsekvenser dersom en brukeragent feiler.
4.7.2 Mellom applikasjoner og Service Agent
Modellen for interaksjon mellom applikasjonene og Service Agent er for-
holdsvis enkel. Applikasjonen innleder interaksjonen gjennom å gi be-
skjed til Service Agent om at den ønsker å sette opp en forbindelse til en
applikasjon på et annet endesystem. Samtidig sender den med sin spesi-
fikasjon over hvilke medieformater og konfigurasjoner den støtter. Deret-
ter vil ikke applikasjonen foreta seg noe før den får beskjed om eventuelt
å sende eller motta mediedata. Dette er i tråd med kravene vi stilte til mo-
dellen, at den skulle være så enkel som mulig sett fra applikasjonsutvikle-
rens side.
Deretter vil det kunne komme meldinger fra Service Agent om at applika-
sjonen skal foreta visse operasjoner på sin mediekonfigurasjon. Det kan
for eksempel dreie seg om å justere parametere på medieformater, eller å
utføre en rekonfigurering.
Vi har definert disse operasjonskodene:
client initiate En applikasjon tar initiativ til en forhandling. Den sender
informasjon om hvor den andre applikasjonen befinner seg og hvilken
bruker den brukes av, sammen med sin mediespesifikasjon.
set configuration Applikasjonen får beskjed av SA om å benytte en kon-
figurasjon. Dette kan intreffe på et hvilket tidspunkt som helst, både i
innledningsfasen og under overføring.
set parameters Applikasjonen får beskjed om å sette medieparametere
for den aktive konfigurasjonen. Dette er aktuelt i tilfeller der brukerens
adapsjonsstrategi tilsier at konfigurasjonen skal justeres.
toggle transmit Applikasjonen får beskjed om å veksle overføringen av
mediadata.
shutdown Applikasjonen blir bedt om å terminere en forbindelse.
Applikasjonen blir dermed en passiv part i systemet, og kan styres mer el-
ler mindre på grunnlag preferansene til brukeren på mottakersiden. Dette
er et viktig poeng, ettersom i mange av dagens systemer er det brukeren
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hos den applikasjonen som sender som bestemmer hva mottakeren skal
motta. Dette er for eksempel tilfelle i videoapplikasjonen VIC (McCanne
og Jacobson, 1995). Det vi har forsøkt å fokusere på, er at brukeren som
mottar data bør ha kontrollen over hvordan senderen konfigureres, be-
grenset av ressurstilgangen på begge endesystemene.
4.7.3 Mellom Service Agenter
Service Agent har det overordnede ansvar for koordinasjonen mellom to
endesystemer som er involvert i en medieoverføring. Det fører til at pro-
tokollen mellom to slike agenter blir mer kompleks og omfattende enn
de andre protokollseksjonene. Service Agent opptrer ikke kun utfra egne
hensyn, men på vegne av andre komponenter. Derfor består mye av an-
svaret i å videreformidle meldinger som er adressert til andre komponen-
ter,
Meldingene som utveksles mellom agentene er disse:
SA initiate Service Agent initierer en forhandling, etter å ha fått melding
fra en applikasjon om at den ønsker å kommunisere med det aktuelle
endesystemet. Applikasjonens mediespesifikasjon videresendes til den
motsatte agenten.
SA request timeout En forespørsel har fått timeout og kanselleres der-
med.
SA intersection Felles egenskaper ved to applikasjoner sendes til Ser-
vice Agent, som dermed kan innlede en brukerforhandling, ettersom
nødvendig informasjon om den motsatte applikasjonens egenskaper
nå finnes tilgjengelig.
SA configuration En konfigurasjon sendes til agenten på det motsatte
endesystemet, som dermed kan fortelle applikasjonen som sender om
å benytte den aktuelle konfigurasjonen. Foruten en konfigurasjon inne-
holder denne meldingen brukerens adapsjonsstrategi, som skal instal-
leres på motsatt Service Agent sett fra brukerens side.
SA adapt En melding om at adapsjon er nødvendig for en forbindelse.
Service Agent som mottar en slik melding vil benytte brukerens adap-
sjonsstrategi som grunnlag til å foreta operasjoner på applikasjonens
konfigurasjon.
SA user message En melding til brukeren på det motsatte systemet. Ser-
vice Agent videresender denne meldingen til brukeragenten, som kan
presentere den for brukeren på en passende måte.
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SA user renegotiate Beskjed om at reforhandling for en forbindelse er
nødvendig. Denne meldingen kan oppstå som følge av forandringer i
ressurstilgangen i endesystemene, eller på initiativ fra brukerens adap-
sjonsstrategi.
SA config update Beskjed fra Service Agent til motsatt agent om at en
(lokal) konfigurasjon har endret seg. Denne meldingen er nødvendig
for å opprettholde konsistensen i systemet, slik at begge agentene (og
brukeren) til enhver tid har det samme bildet av hvordan mediekonfi-
gurasjonene ser ut.
SA client disconnected Melding om at en applikasjon har brutt sin for-
bindelse, og ikke lenger er støttet i systemet.
4.7.4 Mellom Service Agent og User Agent
Brukeragenten har som oppgave å være bindeleddet mellom brukeren og
resten av systemet. Vi har bevisst unnlatt å modellere et brukergrensesnitt
på Service Agent, for å unngå å binde oss til en metode å interagere med
brukeren på. Derfor er det viktig at protokollen mellom Service Agent og
User Agent på den ene siden er generell nok til at den tar høyde for ulike
metoder for brukerdialoger, og på den andre siden at meldingene har klart
definert betydning, slik at semantikken kommer klart fram.
Vi har definert følgende meldinger i protokollen:
user agent attach En brukeragent knytter seg til Service Agent, og assosi-
erer seg samtidig med en bruker på endesystemet. All interaksjon med
den aktuelle brukeren vil deretter gå gjennom denne brukeragenten.
user negotiate Beskjed til brukeragenten om å initiere en brukerforhand-
ling, der målet er å sette opp en forbindelse mellom to applikasjoner.
Meldingen inneholder en mediespesifikasjon som forteller om mulige
konfigurasjoner som støttes av begge applikasjonene. I tillegg har mel-
dingen informasjon om hvordan de ulike konfigurasjonene kan map-
pes til systemressurser, slik at brukeragenten har mulighet til å foreta
en foreløpig ressurstest.
admission test Brukeragenten sender forespørsel om ressurstest til Ser-
vice Agent, i form av en konfigurasjon. Denne konfigurasjonen benyt-
tes av Service Agent til å mappe over i systemparametere, slik at den
videre kan kontakte reservasjonsagenten som utfører den virkelige til-
gangskontrollen.
admission reply Svar på en ressurstest, i form av et tjenestenivå, se av-
snitt 4.3.1. Ved et negativt svar, må brukeragenten reforhandle, mens
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den kan presentere tjenestenivået for brukeren i andre tilfeller, slik at
brukeren kan velge om det er tilfredsstillende eller ikke.
UA configuration Bruker er ferdig med forhandlingen og har valgt en kon-
figurasjon. Denne konfigurasjonen oversendes til Service Agent, slik at
den kan videresende den til det andre endesystemet. I tillegg til sel-
ve konfigurasjonen inneholder denne meldingen også brukerens adap-
sjonsstrategi.
user message Generell beskjed til brukeren. Service Agent kan sende sli-
ke meldinger når den har beskjeder som må formidles, eller brukeren
kan også velge å sende meldinger til seg selv, implisitt gjennom adap-
sjonsstrategien, dersom visse forhold inntreffer.
UA config update Beskjed om at en applikasjon har forandret sin sender-
konfigurasjon. Det er viktik at brukeren har mulighet til å få vite når ap-
plikasjonen på det motsatte endesystemet blir rekonfigurert, eller for-
andrer på sine medieparametere, slik at konsistensen i systemet beva-
res.
user renegotiate Beskjed om at brukeragenten må inngå i en reforhand-
ling med brukeren. Denne meldingen kan initieres fra en av de to Ser-
vice Agentene, eller av brukeren selv, i adapsjonsstrategien.
UA app disconnected Beskjed om at en applikasjon har brutt forbindel-
sen, og at overføringen med den aktuelle applikasjonen er stanset.
Kapittel 5
Implementasjon
I kapittel 4 utformet vi en arkitektur for QoS-håndtering i endesystemer.
For å kunne evaluere hvor godt den egner seg har vi behov for praktiske
erfaringer og observasjoner. Vi har derfor valgt å implementere en proto-
type på arkitekturen for å teste ut konseptene i praksis. Denne prototypen
består av en referanseimplementasjon av flere av komponentene, samt
en applikasjon som benytter seg av rammeverket. Vi vil i dette kapittelet
beskrive implementasjonen av disse.
5.1 Nødvendige avgrensninger
For at oppgaven ikke skal bli for omfattende, er det nødvendig å gjøre en
del avgrensninger. Vi har derfor valgt å legge mer fokus på visse aspekter
enn andre, for på en best mulig måte å tydeliggjøre hvordan prinsippene
bak arkitekturen bevares i implementasjonen.
Vi har for det første valgt å ikke implementere noen form for ressurshånd-
tering i systemet, fordi dette er en såvidt stor oppgave at det ville tatt for
mye tid. Dermed er implementasjonen av reservasjonsagenten utelatt, se
også avsnitt 5.2.
Et viktig mål for oss er å fokusere på hvordan systemet best kan tilretteleg-
ges for at brukerne skal oppleve det som at de har innflytelse på dets opp-
førsel. Dette krever at det finnes brukeragenter som kan skreddersys etter
brukernes spesielle behov og preferanser. Vi har ikke fokusert på hvordan
en slik brukeragent best kan modelleres og implementeres, det ville vært
en hovedoppgave i seg selv. Derfor har vi heller ikke lagt stor vekt på å gjø-
re interaksjonen med brukeren spesielt avansert, men vi har lagt inn nok
funksjonalitet til at vi skal kunne få utført følgende oppgaver:
 Se en liste over mulige konfigurasjoner og parameterinnstillinger.
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 Velge konfigurasjoner (initielt og på et hvilket som helst tidspunkt un-
der overføringen).
Et annet poeng det er verdt å nevne er at medieagenten ikke nødvendigvis
behøver å være et eget, frittstående program for at vi skal kunne nyttegjøre
oss funksjonaliteten som er spesifisert, og derfor har vi valgt å inkludere
implementasjonen av denne i Service Agent, se avsnitt 5.7.
5.2 Opprinnelig plan
Opprinnelig hadde vi planlagt å basere oss på infrastrukturen i MINT for
å implementere prototypen. Dette ville ha gitt oss flere fordeler:
 En allerede fungerende infrastruktur og interaksjonsmodell, slik at vi
ikke måtte implementere dette fra bunnen av.
 Et sett med integrerte applikasjoner, som ville innebære muligheter for
å teste synkronisering i rammeverket.
 Integrert scriptspråk, Tcl, som ville gjort det mulig å implementere og
sende adapsjonsstrategier mellom entiteter i systemet.
 Integrasjon med RSVP, som ville ha satt oss i stand til å teste ut ramme-
verket med virkelig ressursreservering.
Uheldigvis viste det seg at MINT ikke ville fungere tilstrekkelig på den plat-
formen vi hadde til rådighet. Det lot seg kompilere opp, men ingen av me-
dieagentene eller kontrollagentene var fungerende. Blant annet ville ikke
den PMM-integrerte versjonen av VIC (se avsnitt 5.5) finne videokortet i
maskinen, slik at det var umulig å sende video. Etter mange forsøk på å få
systemet til å fungere, kom vi til den konklusjonen at det ville bli for om-
fattende, og fokus ble istedenfor lagt på å utvikle en fungerende prototype
fra grunnen av.
5.3 Valg av teknologi
Protokollen SACP ble beskrevet i kapittel 4. I denne beskrivelsen er for-
matet på meldingene utelatt, fordi vi kun var interessert i å definere se-
mantikken. Allikevel ble det beskrevet at ting som “mappingfunksjoner”
og “konfigurasjoner” skal overføres i protokollen. Vi må dermed gjøre et
valg angående representasjonen av slike objekter, som skal være parame-
tere til protokollmeldinger.
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Noen slike parametere er ren data, mens andre har mer dynamiske egen-
skaper, som for eksempel adapsjonsstrategier. Én metode å implementere
en slik strategi på ville være å la brukerne ha en “adapsjonsstige”, det vil si
at adapsjonsstrategien konseptuelt vil slik at man entydig kan bestemme
brukerens konfigurasjon basert på tilgjengelige ressurser. Et eksempel på
dette, for båndbredde er:
(bandwidth
(> 1000000 (configuration = mpeg))
(< 1000000 (configuration = H.261)))
Her vil konfigurasjonen bevege seg nedover fra MPEG til H.261 dersom
tilgjengelig båndbredde synker til under 1000000 bit per sekund, og mot-
satt. Å basere seg på denne metoden har den fordelen at en implemen-
tasjon blir enkel, men har de ulempene at man mister mye fleksibilitet
og ekspressivitet. For eksempel vil det ikke være enkelt å uttrykke denne
strategien:
if (< 2 minutter siden båndbredden sist ble redusert):
[ikke foreta oss noe, vi ønsker mer stabil kvalitet]
else:
if (konfigurasjon = h.261 og tillatt > h.261.max):
[bytt til MPEG]
...
Vi ønsker å la brukeren få frihet gjennom selv å bestemme hva som skal
gjøres i ulike situasjoner, som for eksempel å reforhandle hvis kvaliteten
går under et visst nivå. Dette er en forbedring i forhold til å ha en enkel
adapsjonsstige, men krever at vi har en fullverdig programmeringsomgi-
velse i Service Agent, der slike strategier skal utføres, og at vi har mulig-
heten til å representere adapsjonsstrategier som kode i et språk som kan
eksekveres i disse omgivelsene.
Ettersom vi implementerer en prototype på en arkitektur, er det nyttig å
basere oss på å representere protokollparameterene som kode i et pro-
grammeringsspråk. I tillegg til å kunne uttrykke data gir det oss mulighet
til å representere dynamiske entiteter på en enkel måte. Vi har derfor ba-
sert oss på mobil kode i implementasjonen.
Chess et al. (1995) presenterer flere fordeler forbundet ved mobil kode
som er relevante for oss:
 Sanntidskommunikasjon med tjeneren. Dette muliggjør rask respons
i adapsjonssituasjoner, gjennom at adapsjonsstrategien blir eksekvert
umiddelbart.
 Høy grad av personifisering av tjenerens oppførsel. Det vil si at brukeren
har direkte innflytelse over hvilke valg som blir gjort på tjeneren (sen-
derapplikasjonen) gjennom adapsjonsstrategien.
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 Fleksibel prototyping. I stedet for å standardisere løsningen på en fast
protokoll tidlig i prosessen, har man med mobil kode muligheten til å
evaluere og raffinere systemet gjennom å eksperimentere med forskjel-
lige tilnærminger.
Ideelt sett burde vi ha utviklet et eget språk for å forhandle med syste-
met og konfigurere og utføre adapsjon på endepunkter. Krav som stilles
til slike språk er at de må ta høyde for at kode genereres og inkluderes i sy-
stemet, fordi adapsjonsstrategier eksisterer på en per-session, per-bruker
basis, og det må være rom for personlige tilpasninger og justeringer. Det-
te fører for eksempel til at Java ikke egner seg spesielt godt, siden det er
avhengig av en kompilator.
Ettersom vi kun utvikler en prototype, er det enklere å basere seg på eksi-
sterende teknologi fremfor å utvikle vårt eget språk. Eksempler på tekno-
logier som kunne passe for oss i denne konteksten ville være interpreterte
språk som Lisp, Tcl eller Prolog.
5.3.1 Språket PF
På bakgrunn av disse forutsetningene har vi valgt å gjøre implementasjo-
nen i et rammeverk der vi kan sende kode i språket PF (PostFix). PF er
en variant av PostScript (Adobe, 1988), men uten de grafiske operatorene,
slik at det fremstår som et rent programmeringsspråk.
Spesielt med PF er at det er stakkbasert og har postfiks syntaks, det vil si
at man skriver operatorene etter parameterene. Dette er uvanlig, ettersom
de fleste programmeringsspråk ofte har en blanding mellom prefiks og in-
fiks syntaks. For å illustrere dette kan vi se på forskjellen mellom hvordan
man evaluerer summen av to tall i C og PF:
C: PF:
x + z x z add
Dette gjør at det er litt uvant og vanskelig for mennesker å programmere
i, men språket har andre fordeler:
 At det er stakkbasert gjør interpreteringsprosessen enklere: man trenger
kun å lese ett symbol av gangen, evaluere det hvis det er en operator,
og legge resultatet på stakken. Dermed kan man lage små og effektive
interpretere.
 PF har fasiliteter for enkelt å generere kode dynamisk, enten fra tekst
eller fra arrays.
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 PF har refleksjon. Man kan finne ut hvilken type et objekt er av, og man
har enkel aksess til metainformasjon og detaljer om objekter og prose-
dyrer.
Vi vil i de neste avsnittene gå gjennom noen av egenskapene til PF som
er nødvendig å ha kunnskap om for å forstå bakgrunnen for noen av de
valgene vi har gjort under implementasjonen.
5.3.2 Arrays
Et vanlig array konstrueres enten ved operatorene [ og ]. Koden [ 3 4 5 ]
legger for eksempel et array på stakken som inneholder elementene 3, 4
og 5. Foruten å representere en datastruktur som i andre språk, er i til-
legg alle prosedyrekropper i PF arrays. Det vil for eksempel si at koden
{ 2 2 add } i tillegg til å være en eksekverbar kodeenhet også er et array
med 3 elementer, som man kan aksessere som vanlige data.
Forskjellen mellom disse to arraytypene er at i prosedyrekropper er ek-
sekveringsbitet satt. Dette kan man sette gjennom å benytte operatoren
cvx. Dermed har man enkelt muligheten til å dynamisk konvertere data
til kode.
5.3.3 Dictionaries
Dictionaries representerer en innkapslingsmekanisme i PF, og består av
(key, value) par. Vi kan for eksempel definere en dict som inneholder 2
elementer, foo og bar, på denne måten:
% tegnet '%' angir at resten av linjen er en kommentar
/test-dict 2 dict def % oppretter dicten 'test-dict'
test-dict /foo (val1) dput % legger inn paret (foo, val1)
test-dict /bar (val2) dput % legger inn paret (bar, val2)
Operatoren dput tar en dict, et navn og en verdi, og oppretter bindingen
(navn, verdi) i dicten.
En dictionary (dict) er et objekt på linje med andre dataelementer, og det
er forholdsvis enkelt å skrive kode (basert på refleksjon) som konverterer
en dict til et array eller tekst. For eksempel vil dicten over kunne represen-
teres som et array på formen:
[ [ /foo (val1) ] [ /bar (val2) ] ]
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5.3.4 Spesielle egenskaper
Muligheten i PF til å generere kode dynamisk er en stor fordel i vårt ram-
meverk. Det setter en brukeragent i stand til å generere adapsjonskode
under kjøring, eller å gjøre modifikasjoner til eksisterende kode.
Vi vil vise et eksempel på hvordan man kan generere slik kode dynamisk.
Men først et eksempel på hvordan man definerer funksjoner. Denne ko-
den vil opprette en funksjon test-proc, som inneholder en for-løkke, som
når den kjøres går fra 0 til 3, og skriver ut løkke-indeksen:
/test-proc {
0 1 3 { % loop fra 0 til 3, inkrementer med 1
(index: ) = = (\n) = % operatoren '=' skriver ut et objekt
} for
} def
Resultatet av å kalle test-proc blir:
index: 0
index: 1
index: 2
index: 3
Her følger et eksempel på hvordan man kan generere en identisk funksjon
programmatisk:
/test-proc-2 5 array def % (1)
test-proc-2 0 0 aput % (2)
test-proc-2 1 1 aput % (3)
test-proc-2 2 3 aput % (4)
test-proc-2 3 { (index: ) = = (\n) = } aput % (5)
test-proc-2 4 /for cvx aput % (6)
Teknikken vi bruker er å legge til elementer i arrayet test-proc-2. Ope-
ratoren aput tar et array, en indeks og et objekt, og legger objektet på
indeksen i arrayet. Dermed vil koden test-proc-2 0 0 aput legge verdi-
en 0 på plass 0 i arrayet test-proc-2. Under kan man se hvordan arrayet
test-proc-2 korresponderer med kodelinjene i eksempelet over:
[ ] % (1)
[ 0 ] % (2)
[ 0 1 ] % (3)
[ 0 1 3 ] % (4)
[ 0 1 3 { (index: ) = = (\n) = } ] % (5)
[ 0 1 3 { (index: ) = = (\n) = } for ] % (6)
For å gjøre test-proc-2 eksekverbar og kalle den, kan man deretter gjø-
re følgende: test-proc-2 cvx exec, og vi vil få produsert samme output
som i det foregående eksempelet.
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5.3.5 Platform for implementasjonen
Systemet ble implementert på en PC, med 450 MHz prosessor og 128 MB
ram. Maskinen kjørte Linux, med kjerne versjon 2.2. Den ble utstyrt med
et videokort fra Pinnacle RSystems, Studio PCTVPRO, som var kompatibelt
med VIC versjon 2.8 fra University College London (VIC, 1998).
5.4 Utvekslingsformat
For at en protokoll skal fungere er det behov for en formell spesifikasjon
av hvilket format data skal utveksles på. Fordi vi har valgt å basere vår im-
plementasjon på PF, er det nyttig at protokollen SACP også er tett knyttet
til dette språket. I kapittel 4 definerte vi operasjonskodene i protokollen,
men ikke formatet på parameterene. Generelt er formatet på meldinger i
SACP slik:
*opcode*payload#
Opcode er operasjonskoden, og payload er innholdet i meldingen, som i
prinsippet er tekst. Derfor er det nødvendig å strukturere denne, slik at
man har en felles standard for å sende data (parametere) til hver ope-
rasjonskode. Alle operasjonskodene har navngitte parametere knyttet til
seg, i varierende antall. Følgende krav stilles derfor til representasjonsfor-
matet:
 Verdier skal kunne finnes på bakgrunn av navnet til parameteren.
 Parametere skal kunne angis i villkårlig rekkefølge.
 Det skal kunne være et villkårlig antall parametere.
På bakgrunn av disse kravene har vi valgt å strukturere payload på følgen-
de måte:
[ [ /param-1 val ] ... [ /param-N val ] ]
Verdiene (val) kan være av en hvilken som helst type som kan leses av PF,
bortsett fra dictionaries. Dermed har vi muligheten til å sende komplekse
datastrukturer i form av arrays som verdier.
78 Implementasjon
5.4.1 Eksempler
For eksempel vil operasjonskoden SA intersection ha en payload som ser
slik ut:
[ [ /l-app-id (app-name) ]
[ /r-app-id (app-name) ]
[ /intersection [...] ] ]
Denne operasjonskoden sendes fra en Service Agent til en annen etter
at kompatibilitetstesting er utført, og parameterene er en identifikator på
begge applikasjonene, sammen med felles medieegenskaper (intersection),
representert som et array. Prefiksene l- og r- står for local og remote, hen-
holdsvis. De indikerer om parameteren stammer fra lokalt eller motsatt
endesystem.
I kapittel 3 utviklet vi en modell for å beskrive egenskaper ver mediehånd-
teringen til endepunkter, og vi definerte en formell syntaks for denne be-
skrivelsen, se avsnitt 3.5. Det er ikke helt tilfeldig at syntaksen ser ut som
den gjør, ettersom den har form av et array i PF.
Dette gir oss den fordelen at vi kan sende og distribuere slike spesifikasjo-
ner direkte gjennom protokollen SACP. Man trenger dermed ikke å skrive
en spesialisert parser for å lese endepunktspesifikasjoner. Dette er gjort
av rent praktiske årsaker, vi kunne i prinsippet basert oss på en hvilken
som helst egnet syntaks for datarepresentasjon, for eksempel XML (Bray
et al., 2000).
5.4.2 Sikkerhet
Det er potensielt flere problemer knyttet til sikkerhet ved bruk av mobil
kode. Vi har ikke hatt sikkerhet som hovedfokus for vårt arbeid, men man
kan allikevel peke på flere mulige måter for å gjøre arkitekturen sikrere:
 Vi har avgrenset mobilitet av kode (fra brukerne) til å gjelde kun prefe-
ransefunksjonen (se avsnitt 5.10) og adapsjonsfunksjonen. Ingen annen
mobil kode som stammer fra brukerne vil bli eksekvert i Service Agent,
og kompleksiteten ved å overholde sikkerheten reduseres dermed.
 Man kan begrense tilgangen til operatorer for adapsjonsfunksjonene til
å kun omfatte et subsett av alle operatorer som finnes i språket. For ek-
sempel kan man ikke tillate bruk av operatorene cvx og exec. På denne
måten kan man definere en restriktert omgivelse for den mobile koden,
analogt med hvordan det er gjort for Java applets, gjennom et såkalt
“sandbox environment” (Gong, 1998).
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Figur 5.1: Brukergrensesnittet i VIC
 Mappingfunksjoner og funksjonalitet for sammenligning av mediekva-
litet stammer fra medieagentene. Disse agentene kan opptre som såkal-
te “trusted servers” i systemet, slik at man dermed kan stole på at koden
som kommer fra dem ikke vil opptre fiendtlig.
 Det er muligheter for kryptering av meldingene i SACP, slik at man kan
være sikker på at kun autoriserte meldinger slipper gjennom.
5.5 Valg av applikasjon
VIC (VIdeo Conferencing tool) er en applikasjon som er utviklet med tan-
ke på videokonferanser på Internett (McCanne og Jacobson, 1995; VIC,
1998). Den har støtte for multicast, og implementerer protokollen RTP
(Schulzrinne et al., 1996). VIC støtter kun videooverføring, fordi den er
tiltenkt en rolle som et enkeltverktøy i en samling applikasjoner som til-
sammen utgjør en fullverdig pakke for videokonferanser. Figur 5.1 viser
hvordan brukergrensesnittet i VIC ser ut.
Det er flere egenskaper ved VIC som gjør den egnet til vårt formål:
 Den har en fleksibel og utvidbar arkitektur som enkelt muliggjør tilpas-
ninger og endringer.
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[
(source) [
[ (video/nvdct) [
[ (samplerate) [ 1 30 ] ]
[ (framesize) [ /set [ 176 144 ] [ 352 288 ] [ 704 576 ] ] ]
[ (qscale) [ 1 10 ] ]
]
]
[ (video/jpeg) [
[ (samplerate) [ 1 30 ] ]
[ (framesize) [ /set [ 176 144 ] [ 352 288 ] [ 704 576 ] ] ]
[ (qscale) [ 5 95 ] ]
]
]
[ (video/h261) [
[ (samplerate) [ 1 30 ] ]
[ (framesize) [ /set [ 176 144 ] [ 352 288 ] ] ]
[ (qscale) [ 1 30 ] ]
]
]
(constraint) [ (video/nvdct) /or (video/jpeg) /or (video/h261) ]
]
< sink utelatt >
]
Figur 5.2: Den ene delen av mediespesifikasjonen til VIC.
 Den støtter mange videoformater, i ulike kvaliteter. Det betyr at vi kan
velge de formatene vi ønsker å eksperimentere med.
 Man har mulighet for å skifte mellom formater og justere parametere
på applikasjonsnivå under overføring.
5.5.1 Mediebeskrivelse
For å integrere VIC i vårt system, trenger vi en beskrivelse over dens egen-
skaper, slik at vi har mulighet til å benytte spesifikasjonen som utgangs-
punkt for å velge konfigurasjoner, og å teste adapsjonsstrategier.
Når vi skal lage en mediespesifikasjon tar vi utgangspunkt i de formatene
VIC støtter. Vi har valgt å benytte et subsett av disse formatene:
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Idle
Transmit
set parameters
toggle transmit
shutdown
shutdown
set configuration
Terminate
Start
set configuration
toggle transmit
Figur 5.3: Oversikt over hvilke tilstander VIC kan befinne seg i.
H.261 er et format som ofte blir benyttet til videokonferanser, og krever
relativt lav båndbredde. I VIC Kan man justere samplerate fra 1 til 30,
framesize i (176, 144) og (352, 288), og quantizer scale fra 1 til 30.
NV (Network Video) finnes i to varianter, én som benytter Haar trans-
form, og en som bruker DCT (Frederick, 1994). Vic støtter begge varian-
tene, og vi har derfor valgt å bruke den DCT-baserte, fordi den er mest
sammenlignbar med de to andre formatene, som også benytter DCT. I
dette formatet støtter VIC justering av samplerate fra 1 til 30, framesize
i konfigurasjonene (176, 144), (352, 288) eller (704, 576), og quantizer
scale fra 0 til 10.
JPEG er egentlig ment for å benyttes til komprimering av statiske bilder,
men fungerer også som et videokodingsformat. Vi valgte å benytte dette
formatet fordi VIC ikke har støtte for MPEG. Man kan i VIC justere pa-
rameterene på følgende måte: samplerate fra 1 til 30, framesize i (176,
144), (352, 288) eller (704, 576), og quantizer scale fra 5 til 95.
Mediespesifikasjonen til VIC kan sees i figur 5.2. Figuren viser kun spesi-
fikasjonen av sink, ettersom den er fullstendig symmetrisk.
5.5.2 Protokolltilstander
VIC følger interaksjonsmønsteret som er beskrevet i avsnitt 4.7.2. Siden
protokollen sett fra applikasjonens side er svært enkel å forholde seg til,
får vi at den kun kan befinne seg i to tilstander under kjøring, se figur 5.3.
Tilstanden idle innebærer at den venter på å overføre data, mens transmit
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betyr at den overfører data. I begge tilstandene vil den alltid ha en gyldig
konfigurasjon satt, fordi den første meldingen fra Service Agent skal være
en set configuration melding.
5.5.3 Modifikasjoner
Vi gjorde visse modifikasjoner i kildekoden til VIC for å integrere den i sy-
stemet og legge til støtte for SACP. Rent praktisk dreide inngrepene seg om
å legge til noen filer, og å gjøre små forandringer, først og fremst i event-
løkken. VIC er designet med tanke på styring av videokoderen og dekode-
ren gjennom scripting, og kjører en integrert Tcl-interpreter. Dermed lot
det seg enkelt gjøre å legge inn støtte for å dynamisk forandre konfigura-
sjoner og sette parametere.
I tillegg til å kjøre event-løkken for Tcl-interpreteren, måtte vi legge til ko-
de som lyttet etter SACP-meldinger (utdrag fra event-løkken i VIC):
while (Tk_GetNumMainWindows() > 0) {
if (Tk_DoOneEvent(TK_X_EVENTS | TK_IDLE_EVENTS | TK_DONT_WAIT) == 0) {
Tk_DoOneEvent(0); // Handle Tcl-events
IHI_Dispatch(); // Handle SACP-events
}
}
Når en SACP-melding kommer inn, må payloaden parses, fordi den har
form som et PF-array. Slike arrays lar seg lett konvertere til lister i Tcl, og
ettersom man har full tilgang til Tcl-interpreteren i VIC fra C++, valgte vi å
overlate selve parsingen til Tcl via metoden evalc(). Et eksempel på dette
er callback-funksjonen for set configuration:
static void set_configuration_callback(char *msg, char *serv_name) {
char tcl_msg[500];
char tcl_code[500];
sprintf(tcl_code, "sacp_new_config %s",
tclify_pf_array(msg, tcl_msg));
tcl_interpreter->evalc(tcl_code);
sprintf(tcl_code, "sacp_update_config");
tcl_interpreter->evalc(tcl_code);
}
Tcl-koden som tar i mot meldingene gjør en parsing av argumentlisten,
for å finne ut hvilke parametere som skulle settes. Deretter kalles Tcl-
funksjonen grabber, som gjør selve operasjonene på video-codecen.
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Adaptation
Environment
SACP Module
ComLib
PFLib
Figur 5.4: Den interne oppbygningen til Service Agent.
5.6 Service Agent
Service Agent er den største komponenten, og den mest komplekse. Den
er logisk delt i flere moduler:
SACP-modulen Denne modulen representerer “business-logikken” i Ser-
vice Agent. Den har ansvar for å ta i mot SACP-meldinger, sjekke at de er
syntaktisk korrekte, og at de kommer i rett rekkefølge. Basert på opera-
sjonskoden og avsenderen invokerer den riktig metode i andre modu-
ler. Den har også ansvar for å administrere koblinger med brukeragen-
ter, medieagenter, reservasjonsagenter og andre Service Agenter.
Intersector Denne modulen har som oppgave å utføre kompatibilitets-
testing på applikasjonsspesifikasjoner, og tilbyr denne funksjonaliteten
som en tjeneste til andre moduler.
Adapsjonsmodulen (Adaptation Environment). Denne modulen skal tje-
ne som en omgivelse hvor adapsjonsstrategier fra brukere på andre en-
desystemer kan eksekveres. Adapsjonsfunksjonen kan invokeres på et
hvilket som helst tidspunkt av Service Agent, og derfor må den tilby vis-
se tjenester til adapsjonsfunksjonene for at de ha muligheter til å gjøre
nyttig arbeid. Disse tilbys som funksjoner i PF som kan kalles av adap-
sjonsfunksjonen. De viktigste tjenestene som tilbys er:
get-current-configuration Finner den aktive konfigurasjonen.
get-intersection Finner spesifikasjonen over de mulige konfigurasjo-
nene.
find-necessary-media-objects Finner medieobjektene (med mapping-
funksjoner) som dekker alle medieformatene i spesifikasjonen til ap-
plikasjonen (se avsnitt 5.7 for hvordan medieobjektene er definert).
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set-configuration Setter ny konfigurasjon for applikasjonen.
renegotiate Sender en SA user renegotiate melding tilbake til motsatt
endesystem, og suspenderer samtidig applikasjonen i påvente av ny
konfigurasjon.
user-message Sender en SA user message melding tilbake til motsatt
endesystem, slik at brukeren kan motta villkårlige beskjeder fra adap-
sjonsfunksjonen.
En adapsjonsstrategi kan dermed for eksempel finne ut om en reforhand-
ling må initieres på følgende måte (gjengitt i pseudokode for enkelhets
skyld), ved å benytte seg av tjenester i adapsjonsomgivelsen:
% finn ut om vi må reforhandle:
cur_conf = get-current-configuration();
mapping_objs = find-necessary-media-objects(cur_conf);
cur_level = map(mappings_objs, cur_conf);
if (min_acceptaple < cur_level) {
user-message("No acceptable configuration available");
renegotiate();
} ...
5.6.1 Implementasjon
Funksjonaliteten i Service Agent er i sin helhet implementert i PF, bygget
over biblioteker fra Wolfgang Leister, ComLib og PFLib.
ComLib er et generelt kommunikasjonsbibliotek som fungerer som et se-
sjonslag over TCP. I biblioteket finnes det funksjonalitet for enkelt å opp-
rette forbindelser og sende meldinger på formatet *opcode*payload#.
PFLib inneholder biblioteksfunksjoner som muliggjør integrering av språ-
ket PF i en C-basert applikasjon, og det er i tillegg enkelt å utvide språket
med nye operatorer (funksjoner) skrevet i C. Vi har integrert ComLib og
PFLib slik at vi har en PF-interpreter som har full tilgang til protokollen
SACP. Dermed har vi en platform som vi kan basere implementasjonen av
Service Agent over. Strukturen i agenten er vist i figur 5.4.
5.7 Media KB
Oppgaven Media KB skal fylle er å fungere som en database av medieob-
jekter, med informasjon om medieparametere og funksjonalitet for map-
ping fra parametere på applikasjonsnivå over i systemnivå. Hovedmoti-
vasjonen for å modellere denne agenten som et frittstående program var
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å redusere replikasjon av data i systemet. Dette har vi valgt å ikke imple-
mentere i prototypen, fordi det ikke har innvirkning på logikken i syste-
met, og derfor har vi integrert komponenten i Service Agent.
5.7.1 Mapping
For å utforme en fornuftig strategi for adapsjon hadde vi behov for å diffe-
rensiere videoformatene i kvalitet og ressursbehov. Vi tok derfor utgangs-
punkt i et arbeid som var gjort på dette området. Fukuda et al. (1997)
presenterer en empirisk modell for beregning av båndbreddebehov for
MPEG-video. Deres utgangspunkt er at man kan estimere båndbreddefor-
bruk for videostrømmer temmelig nøyaktig basert på parameterene reso-
lution (R), quantizer scale (Q) og framerate (F), ved hjelp av formelen:
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Artikkelforfatterne argumenterer med at formelen kan benyttes for all vi-
deo som baserer seg på DCT-koding, ved å finne passende verdier for kon-
stanten BW
base
.
Derfor valgte vi å benytte denne funksjonen som basis for både kvalitets-
differensiering av videoformatene (H.261, NV (dct) og JPEG). Vår antagel-
se er at økt kvalitet er ekvivalent med økt kvalitet til brukeren. Denne an-
tagelsen er ikke uten videre holdbar, men den tillater oss å kunne mappe
fra parameterene qscale, samplerate og framesize på applikasjonsnivå
til en verdi som kan tolkes som ressursbehov i form av båndbredde.
Medieobjektene som befinner seg i databasen inneholder dermed versjo-
ner av denne mappingfunksjonen for hvert medieformat, med ulike ver-
dier for BW
base
.
5.7.2 Format for medieobjekter
Medieagenten har kun én operasjon knyttet til seg, slik vi har implemen-
tert den i Service Agent: query-media-db. Denne funksjonen tar en pa-
rameter, MIME-typen til det medieformatet som det ønskes informasjon
om, som returneres hvis det finnes i databasen. I figur 5.5 er det vist et ek-
sempel på hvordan vi har definert medieinformasjonen for videoformatet
JPEG i databasen (detaljer om implementasjonen er utelatt).
Som man kan se i figuren, består beskrivelsen av medieformatet av en lis-
te med parameterbeskrivelser, parameters, og en mappingfunksjon, kalt
bandwidth. Parameterbeskrivelsene inneholder informasjon typen til pa-
rameteren, en beskrivelse av den, og i tillegg en funksjon for å sammen-
ligne to verdier (quality-compare). Disse funksjonene returnerer 1 hvis
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/video/jpeg 5 dict def
video/jpeg begin % en dictionary fungerer som et medieobjekt
/parameters [ % liste over parameterspesifikasjoner:
[ /samplerate [ % parameteren samplerate
[ /type realtype ]
[ /description (..) ]
[ /quality-compare {...} ] ] ]
[ /framesize [ % parameteren framesize
[ /type integertype ]
[ /composition 2 ]
[ /description (..) ]
[ /quality-compare {...} ] ] ]
[ /qscale [ % parameteren qscale
[ /type realtype ]
[ /description (..) ]
[ /quality-compare {..} ] ] ]
] def
/bandwidth {...
% tar parametere på formen
% [ [/samplerate verdi] [/qscale verdi] [/framesize verdi] ]
% og returnerer en mapping til båndbreddebehov
} def
end
Figur 5.5: Medieobjektet for medietypen JPEG i databasen.
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Figur 5.6: Brukeragenten og dialogboksen hvor brukeren kan velge me-
diekonfigurasjoner.
den første parameteren har høyest kvalitet, 2 hvis den andre er best, og
0 dersom de er like. På denne måten kan man for eksempel finne ut om
en verdi for samplerate på 15 eller 20 er best for brukeren, noe som gir
brukeragenten et grunnlag å presentere konfigurasjonsmuligheter utfra.
Mappingfunksjonen er simpelthen en implementasjon av ligningen som
presenteres i avsnitt 5.7.1. Den må kalles med parametere i form av et ar-
ray som gir verdier for alle parameterene i listen parameters, og returnerer
en beregnet verdi for båndbredde.
Selve Implementasjonen av Media KB kan sees i tillegg C.3.
5.8 User Agent
Vi har laget en brukeragent som inneholder minimum av funksjonalitet,
for å la brukerne kunne velge konfigurasjoner med ulike verdier på me-
dieparameterene.
5.8.1 Brukerforhandling
Figur 5.6 er et eksempel på hvordan en brukerforhandling kan arte seg. I
dialogboksen får brukeren en liste over mulige konfigurasjoner, basert på
spesifikasjonen som brukeragenten får fra Service Agent. Dersom bruke-
ren trykker på et av medieformatene i listen, vil de tilhørende parameter-
verdiene komme opp til høyre. Knappen “OK” trykkes når brukeren har
gjort et valg, og dermed sendes meldingen UA configuration til Service
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Agent, som videreformidler denne til det motsatte endesystemet. Knap-
pen “Test” er ment å skulle benyttes til å gjøre tilgangskontroll på ulike
konfigurasjoner, men er ikke implementert.
5.8.2 Adapsjonsstrategi
Vi benytter i dette kapittelet termene “adapsjonsstrategi” og “adapsjons-
funksjon” om hverandre, fordi slike strategier implementeres som funk-
sjoner i PF.
Utgangspunktet for adapsjon er at en adapsjonsfunksjon blir invokert fra
Service Agent, og at det forventes at en eller flere av de følgende hendel-
sene kan intreffe som resultat av invokasjonen:
 Det blir gjort operasjoner på konfigurasjonen. Dette er aktuelt både ved
adapsjon oppover (at det tillates bruk av mer ressurser) og nedover.
 Det blir ikke foretatt noe. Dette er aktuelt kun ved adapsjon oppover
(adapsjonsfunksjonen kan velge å ikke øke kvaliteten på konfigurasjo-
nen).
 En reforhandling initieres, eller forbindelsen termineres. Brukeren kan
for eksempel gi beskjed om at det skal reforhandles dersom visse betin-
gelser er til stede, eller at hele forbindelsen skal brytes for godt.
Parametere til denne adapsjonsfunksjonen har dette formatet:
[ [ /sys-params [
/param-1 [ [ /current .. ] [ /allowed .. ] [ /action .. ] ] ]
/param-2 [ .. ]
..
] ]
Parameterene er dermed en liste over systemparameterene, som for ek-
sempel båndbredde (bandwidth). For hver systemparameter er det infor-
masjon om hvor mye applikasjonen bruker for øyeblikket (current), og
hvor mye som kan benyttes (allowed). I tillegg en indikasjon på om kva-
liteten må reduseres eller kan økes (action kan være enten increase el-
ler reduce). Hvis for eksempel applikasjonens båndbreddeforbruk er på 1
Mb/s og tillatt er 2 Mb/s, står adapsjonsfunksjonen fritt til å rekonfigurere
applikasjonen slik at kvaliteten øker, men må samtidig benytte tilgjenge-
lige mappingsunksjoner i medieobjektene for å sjekke at den holder seg
under lovlig nivå.
Vår opprinnelige plan var å utforme flere ulike adapsjonsstrategier, slik
at brukerne kunne velge mellom disse, for så å observere hvordan ulike
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if (bandwidth in sys-params) {
if (action = "reduce") {
if (allowed < max_bw(cur_config)) {
set_configuration(adjust_parameters(cur_config, allowed));
user_message("Adaptation function adjusted configuration..");
} else {
set_configuration(find_suitable_configuration(allowed));
user_message("Adaptation function set new configuration..");
}
} else {
...<tilsvarende, men adapsjon mot økt kvalitet>
}
} else {
renegotiate("Adaptation only implemented for bandwidth");
}
Figur 5.7: En enkel adapsjonsstrategi.
strategier ville arte seg i ulike situasjoner. Dette ble det imidlertid ikke tid
til, så vi valgte å lage en enkel adapsjonsstrategi som kan benyttes for alle
mediespesifikasjoner, og som legger lik vekt (signifikans) på alle medie-
parameterene. Strategien er gjengitt i pseudokode i figur 5.7. Funksjonen
adjust_parameters som benyttes i adapsjonsstrategien er enkelt imple-
mentert ved å redusere kvaliteten på parameterverdier i små steg paral-
lellt, til man kommer under tillatt nivå, se avsnitt 3.7.5.
find_suitable_configuration implementeres ved å ta utgangspunkt i al-
le mulige konfigurasjoner, og deretter beregne to verdier for hver konfi-
gurasjon: conf_max og conf_min. conf_max representerer verdien man får
når man justerer alle parameterverdier til høyeste kvalitet, og så foretar en
mapping, og conf_min representerer mapping-verdien ved laveste kvali-
tet.
Hvis man sorterer de ulike konfigurasjonene etter kriteriene conf_min og
conf_max, kan man i en situasjon der man har behov for å finne en passen-
de konfigurasjon ved et gitt nivå på en systemparameter finne den konfi-
gurasjonen som ligger nærmest (under) det tillatte nivået.
5.8.3 Meldingsformidling
En av brukeragentens oppgaver er å formidle meldinger fra systemet til
brukeren. I forrige avsnitt så vi for eksempel at adapsjonsfunksjonen send-
te en melding til brukeren hver gang den endret på konfigurasjonen. Fi-
gur 5.8 på neste side viser hvordan vi har implementert fremvisningen av
slike meldinger for brukeren. Beskjedene i vinduet er meldinger sendt fra
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Figur 5.8: Tilbakemeldinger fra adapsjonsfunksjonen
Eksempel på hvordan adapsjonsfunksjonen, som eksisterer på det mot-
satte endeystemet vil gi beskjed til brukeren om at den har gjort endrin-
ger i konfigurasjonen.
adapsjonsfunksjonen som eksekverer i Service Agent på det andre ende-
systemet, i forbindelse med en oppskalering av mediekvaliteten. Vi kan
se at applikasjonen rekonfigureres, først til å gå over fra H.261 til NV, og
deretter fra NV til JPEG.
5.8.4 Detaljer rundt implementasjonen
Brukeragenten kjører to interpretere, PF, for å enkelt kunne implementere
protokollen SACP og for å generere adapsjonsfunksjoner, og Tcl for å ge-
nerere brukergrensesnittet. For å få tilgang til funksjoner i brukergrense-
snittet fra PF, måtte det opprettes en binding mellom de to språkene. Den-
ne bindingen fungerer toveis, slik at man for eksempel kaller Tcl-rutinen
for å forhandle med brukeren fra PF, og når brukeren trykker på “OK”, blir
en callback-funksjon i PF kalt fra Tcl.
5.9 Testing av adapsjonsstrategien
Som nevnt tidligere, måtte vi utelate å utføre sammenligningen mellom
oppførselen til flere ulike adapsjonsstrategier som en evalueringsmetode.
Vi valgte derfor å teste den utgaven av adapsjonsfunksjonen som ble im-
plementert, ved henholdsvis opp- og nedskalering (adapsjon).
5.9.1 Rangering av medieformatene
I avsnitt 5.7 presenterte vi hvordan medieagenten benyttet en formel for
å mappe fra applikasjonsparameter til en verdi som kan tolkes som et res-
sursbehov i form av båndbredde.
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For å rangere de tre medieformatene i beskrivelsen til VIC etter kvalitet,
justerte vi verdier i medieagentens database, nærmere bestemt konstan-
ten BW
base
, på en slik måte at medieformatene ble ordnet i denne rekke-
følgen:
1. JPEG, som antas å være av best kvalitet, men samtidig mest ressurskre-
vende.
2. NV (dct), middels kvalitet.
3. H.261, dårligst kvalitet, men krever minst ressurser.
5.9.2 Trigging av adapsjon
Vi benyttet en enkel metode for å ha muligheten til å trigge adapsjon in-
teraktivt, gjennom å definere makroer: up og down i Service Agent. Via en
telnet-port til Service Agent kan man eksekvere disse makroene på et hvil-
ket som helst tidspunkt, gjennom å gi en applikasjons-ID og en faktor som
parameter. Denne faktoren bestemmer hvor mange ganger det opprinne-
lige ressursforbruket som nå er tillatt. Makroene simulerer dermed signa-
ler fra ressursagenten om at en applikasjon enten må redusere eller kan
øke sitt ressursforbruk, og vil resultere i eksekvering av adapsjonsfunksjo-
nen.
5.9.3 To scenarier
Selve gjennomføringen av testen ble gjort ved først å sette en minimal
konfigurasjon på formen:
 Videoformat: H.261
 Samplerate: 1
 Framesize: (176, 144)
 Qscale: 30
Deretter ble det gitt en sekvens på 10 up-makroer til Service Agent, og så
en sekvens på 10 down-makroer. Målet var å se hvordan adapsjonsfunksjo-
nen reagerte på disse signalene, gjennom å gjøre operasjoner på konfigu-
rasjonen. Resultatet av meldingssekvensene kan sees i henholdsvis tabell
5.1 og 5.2.
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Operasjon Format samplerate framesize qscale
Initiell H.261 1 (176, 144) 30
up H.261 4 (352, 288) 27
up H.261 7 (352, 288) 24
up H.261 10 (352, 288) 21
up NV 1 (352, 288) 9
up JPEG 4 (352, 288) 86
up JPEG 7 (704, 576) 77
up JPEG 10 (704, 576) 68
up JPEG 13 (704, 576) 59
up JPEG 15 (704, 576) 50
up JPEG 18 (704, 576) 45
Tabell 5.1: Adapsjonsfunksjonens operasjoner på konfigurasjonen ved
suksessive up-meldinger
Operasjon Format samplerate framesize qscale
Initiell JPEG 18 (704, 576) 45
down JPEG 15 (704, 576) 50
down JPEG 13 (704, 576) 59
down JPEG 10 (704, 576) 68
down JPEG 7 (704, 576) 77
down JPEG 4 (352, 288) 86
down NV 1 (352, 288) 9
down H.261 10 (352, 288) 21
down H.261 7 (352, 288) 24
down H.261 4 (352, 288) 27
down H.261 1 (176, 144) 30
down * * * *
Tabell 5.2: Respons fra adapsjonsfunksjonen til en sekvens av down-
meldinger
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5.9.4 Observasjoner
Tabellene viser ikke noen store overraskelser. Adapsjonsfunksjonen opp-
trer som forventet i forhold til beskrivelsen, og styrker og svekker parame-
terene parallellt.
I de tilfellene hvor formatet er det samme i to påfølgende rader, har det
skjedd en adapsjon, ellers en rekonfigurering. Feltene i tabell 5.2 som er
merket med “*” indikerer denne meldingen fra adapsjonsfunksjonen:
“adaptation function unable to find suitable configuration”
Dette innebærer en reforhandling og stans i overføringen.
Ved rekonfigurering til JPEG-format ble ikke kvaliteten på videoen (sub-
jektivt) bedre, selv om den i prinsippet skulle vært det. Det skyldes sann-
synligvis at dekodingen måtte gjøres i software (det var ikke hardware-
støtte for videokomprimering på videokortet), som er en meget tung o-
perasjon for JPEG. Dette underbygger påstanden om at tjenestekvaliteten
er avhengig av flere faktorer, blant annet CPU-kapasitet. Dersom vi had-
de hatt mulighet til å monitorere og reservere denne ressursen i systemet,
samt ta den med i mappingen, ville vi sannsynligvis fått et mer riktig bilde
av hvilke medieformater som egnet seg under ulike forhold, enn vi har på
det nåværende tidspunkt, der vi kun tar hensyn til båndbredde.
5.10 Kommentarer til implementasjonen
Underveis i implementasjonen dukket det opp visse problemstillinger som
det er verdt å nevne, noen som fikk implikasjoner på utformingen av mo-
dellen. Slike erfaringer er en viktig del av det å utvikle en prototype, og vi
nevner derfor kort noen av dem i dette avsnittet.
5.10.1 Om adapsjonsfunksjonen
Adapsjonsfunksjonen som ble implementert er generisk, og kan benyttes
for alle mediespesifikasjoner. Dette har den ulempen at den er veldig ge-
nerell, og tar ikke hensyn til spesielle egenskaper ved visse medietyper.
Det ville være interessant å utforske dette temaet nærmere, og få innsikt i
hvor stor grad det er mulig å benytte spesialkunnskap om medietyper til
å generere mer spesialiserte og optimaliserte adapsjonsfunksjoner.
Samtidig gjorde vi en annen interessant observasjon. Det viste seg å væ-
re problematisk kun å formidle adapsjonsfunksjoner over til det motsatte
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endesystemet, fordi det begrenser muligheten for bevaring av brukerpre-
feranser, som for eksempel at én spesiell konfigurasjon skal være en slags
“grunnkonfigurasjon”, som man alltid vil forsøke å beholde. Det er selvføl-
gelig mulig å hardkode slike betingelser inn i adapsjonsfunksjonen, men
dersom det blir mange av dem kan det medføre en unødig komplikasjon
av den. Derfor introduserte vi et nytt innslag i modellen, en preferanse-
funksjon, som sendes til og eksekveres i motsatt Service Agent ved opp-
start av forbindelsen, og som gir mulighet til å lagre data i adapsjonsom-
givelsen. Dermed kan adapsjonsfunksjonen nyttegjøre seg disse dataene
ved senere eksekvering.
5.10.2 Om valg av språk
Generelt om implementasjonsprosessen og valg av språk for implemen-
tasjon er det å si at PF er et interessant språk, med mange nyttige egenska-
per som gjør at det egner seg godt til våre formål på flere punkter. Frem-
tredende fordeler med språket er blant annet muligheten til å generere ko-
de under kjøring, som gjør språket svært fleksibelt og adaptivt. En annen
viktig egenskap er at man kan fullstendig reprodusere tekstlige represen-
tasjoner av prosedyrer (slik de opprinnelig var definert) ved hjelp av re-
fleksjon, som gjør det meget egnet til å implementere mobil kode i.
Det viser seg imidlertid at PF er et litt problematisk språk å benytte til stør-
re implementasjonsoppgaver. Det er flere årsaker til dette, den største av
dem at PF ikke har mekanismer for å definere leksikalske skop. Alle vari-
able defineres i nærmeste dictionary, og dersom ingen dictionary spesifi-
seres, i den ytterste, globale userdict. Dersom en prosedyre definerer en
variabel x, uten å spesifisere en dictionary, kan dette føre til navnekon-
flikter og overskriving av eventuelle andre globale variable. Dersom man
skal skrive prosedyrer som garantert ikke kommer i konflikt med annen
kode er det dermed ikke mulig å definere lokale variable, man er i stedet
tvunget til å hele tiden holde oversikt over hvor parameterene ligger på
stakken. Reid (1990) sier det på denne måten:
As a rough rule of thumb, in designing a PostScript program you s-
hould spend 65 percent of your time thinking about the order of ope-
rands on the stack, whether or not you should divide all of your coor-
dinate numbers by 1,000 before sending them to the interpreter, and
whether you can get away without sending the X coordinate every ti-
me you plot a vertical line. You should spend 20 percent of your time
adjusting the procedures you have defined to match the decitions you
have made about operand order and use. (The remaining 15 percent is
for debugging and getting distracted.)
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En mulig måte å komme rundt problemet med skop er å benytte spesia-
liserte dictionaries til å lagre lokale variable. Men dette løser allikevel ikke
problemet dersom man har rekursive prosedyrer.
For vårt formål, med fokus på adaptive og dynamiske løsninger, kan man
allikevel si at PF egnet seg godt, fordi det er nettopp slike egenskaper som
gjør språket spesielt, og vi har forsøkt å utnytte disse egenskapene maksi-
malt.

Kapittel 6
Evaluering
Dette kapittelet tjener som en avslutning og evaluering av oppgaven. I den
forbindelse er det organisert på følgende måte: I det første avsnittet vil vi
gi en kort oppsummering over de viktigste temaene som er berørt i de fo-
regående kapitlene. Deretter vil vi gå tilbake til problemstillingen, og fore-
ta en evaluering av hvordan den er ivaretatt i arbeidet underveis. Til slutt
vil vi gi en konklusjon på arbeidet, og noen pekere til interessante pro-
blemstillinger som det ville vært interessant å følge opp videre.
6.1 Oppsummering
I løpet av oppgaven har vi vært innom en rekke forskjellige temaer. I dette
avsnittet gir vi en kort oppsummering av de viktigste punktene.
Utgangspunktet for oppgaven var å utforme en arkitektur for forhandling
og håndtering av tjenestekvalitet i endesystemer og mellom endesyste-
mer. I den forbindelse satte vi en del krav til hvilken støtte systemet måtte
inneholde, fra ulike synsvinkler. Disse kravene ble først identifisert i ka-
pittel 1, og senere spesifisert nærmere og utdypet i kapittel 4.
Dernest utformet vi i kapittel 3 en modell for håndtering av medierela-
tert informasjon, som spiller en viktig rolle for systemets totale tjeneste-
kvalitet. Denne modellen knytter medieparametere til kvalitet på applika-
sjonsnivå, og til ressursbehov gjennom en mappingmekanisme, samtidig
som den adresserer interoperabilitet mellom applikasjoner gjennom en
kompatibilitetsmodell.
I kapittel 4 presenterte vi systemarkitekturen i nærmere detaljer, gjennom
å spesifisere funksjonalitet i de enkelte komponentene, og en protokoll
for interaksjon mellom komponentene. Under utformingen av protokol-
len ble det lagt særlig vekt på at brukerens kontroll over adapsjon skulle
være åpen.
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Deler av arkitekturen ble implementert i en prototype, beskrevet i kapit-
tel 5. Brukeragenten, Service Agent og applikasjonen VIC ble integrert i
systemet, og dannet tilsammen et fungerende subsystem. Reservasjons-
agenten ble ikke implementert, og funksjonaliteten i medieagenten ble
inkludert i Service Agent. En adapsjonsstrategi ble i tillegg implementert
og testet.
6.2 Tilbake til problemstillingen
Hovedmålsetningen i oppgaven var å utforme en prototype på en arkitek-
tur for håndtering av QoS i endesystemer, hvor det ble tatt hensyn til en
mengde krav. For å identifiserte slike krav, introduserte vi ulike perspekti-
ver, som betegner forskjellige synsvinkler man kan se systemet fra. Disse
perspektivene bygger på en initiell analyse av problemområdet, og tjener
som et grunnlag for hvordan arkitekturen ble utformet.
De forskjellige perspektivene ble definert i kapittel 1, men for leserens
skyld repeterer vi dem her:
 Brukerperspektivet
 Medieperspektivet
 Ressursperspektivet
 Applikasjonsperspektivet
Spørsmålet vi stilte i problemstillingen var:
Hvordan bør en generell arkitektur for forvaltning av QoS i endesyste-
mene se ut for best mulig å kunne ivareta brukernes interesser, sam-
tidig som det taes hensyn til de nye kravene som oppstår i forbindelse
med en overgang til nye tjenester?
Vi definerte i tillegg en del presiseringer og krav som skulle tjene som sup-
plementer til hovedmålsetningen. Med utgangspunkt i disse delspørsmå-
lene vil vi i de neste avsnittene forsøke å besvare disse utfra de erfaringene
vi har gjort i forbindelse med arbeidet i oppgaven.
6.2.1 Er perspektivene veldefinert?
En viktig del av en evaluering er å gå tilbake til den opprinnelige analy-
sen, og vurdere riktigheten av den, ettersom den danner utgangspunktet
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for arbeidet. Vår tilnærming til å angripe problemområdet var å definere
de fire perspektivene, og vi er derfor interessert i å finne ut om de beskri-
ver domenet på en riktig måte, og om det var ting man i etterkant kan se
burde vært gjort annerledes i den opprinnelige analysen. Å vurdere kor-
rektheten av denne var en del av selve problemstillingen, og vi stilte i ka-
pittel 1 følgende spørsmål:
Hvor godt beskriver perspektivene situasjonen i systemet som et hele?
Det faktum at det eksisterer få avhengigheter mellom de ulike komponen-
tene som er implementert i arkitekturen kan tolkes som et tegn på at per-
spektivene avgrenser og innkapsler relatert funksjonalitet, og dermed er
relativt veldefinert.
Det er allikevel visse temaer som bør diskuteres. For det første er det delvis
flytende grenser mellom noen av perspektivene, som for eksempel mel-
lom medieperspektivet og ressursperspektivet. I medieperspektivet har vi
modellert en kobling mellom medier og ressurser, men denne koblingen
følger naturlig av at vi benytter egenskaper i medieformater til å beregne
ressursbehov, og man kan velge å se denne koblingen mer som et grense-
snitt mellom de to perspektivene.
Brukerperspektivet og applikasjonsperspektivet har nødvendigvis en viss
overlapp, ettersom applikasjonen interagerer direkte med brukeren. Alli-
kevel vil vi hevde at det er en fornuftig avgrensning at brukerperspektivet
fokuserer på visse prinsipper som er uavhengige av den enkelte applika-
sjon, som for eksempel brukerens preferanser med hensyn til mediepara-
metere og abstraksjonsnivå. Vi mener derfor at disse perspektivene utfyl-
ler hverandre med sine respektive roller.
En funksjon som sannsynligvis ikke er dekket fullstendig i noen av per-
spektivene, er hensynet til synkronisering mellom mediestrømmer. Dette
er et litt problematisk tema, ettersom noen applikasjoner kan sende flere
mediestrømmer samtidig, og dermed har større mulighet til selv å syn-
kronisere disse, mens det i andre tilfeller er slik at systemet må støtte opp
om synkroniseringen gjennom en signaleringsprotokoll mellom ulike ap-
plikasjoner. Full ivaretagelse av synkroniseringskrav vil kreve en nærmere
studie, og vil berøre flere av perspektivene på ulike måter, slik at man kan-
skje vil måtte gå til det skritt å utvide, modifisere eller redefinere ett eller
flere av dem. Dette er imidlertid ett av hovedpoenget med utviklingsfor-
men prototyping, der man velger å starte med implementasjonen av sy-
stemet på et tidlig tidspunkt, for å aktivt søke etter forbedringsmuligheter
som kan føres tilbake til modellen.
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6.2.2 Ivaretagelse av perspektivene
I tillegg til å vurdere hvor godt perspektivene i seg selv er definert, er vi
interessert i å undersøke hvordan de bevares gjennom utformingen av ar-
kitekturen. Vi satte oss som mål å besvare følgende:
Hvor godt gjenspeiles kravene fra hvert av perspektivene i arkitektu-
ren? Blir nødvendig funksjonalitet tatt hånd om?
Dette vil vi forsøke å evaluere gjennom å knytte spørsmålene til hvert en-
kelt perspektiv, i de påfølgende avsnittene.
Brukerperspektivet Vi stilte krav om at systemet skal ta hensyn til at
brukerne er en heterogen masse, og at det skal støtte ulike abstraksjonsni-
våer og kontrollnivåer, avhengig av brukernes preferanser og ekspertise-
nivå. Vi har forsøkt å gi brukerne en stor grad av frihet og kontroll gjennom
definisjon av konseptet adapsjonsstrategi. I tillegg har vi forsøkt å behol-
de en høy grad av åpenhet med hensyn til hva brukerne får innsyn i når
det gjelder tilgjengelige konfigureringsmuligheter og styring av applika-
sjoner. I prinsippet er det med vår modell mulig for en bruker å fullsten-
dig bestemme oppførselen til en applikasjon under en medieoverføring,
men dette forutsetter at adapsjonsstrategien programmeres av brukeren,
og ikke av brukeragenten. Det som imidlertid kan sies, er at vi har lagt
mulighetene til rette for en høy grad av brukerkontroll over mediekonfi-
gurasjon og adapsjon, slik at avanserte brukere har mulighet til å gå ned
på et programmeringsnært nivå, mens andre brukere kan få støtte til å
gjøre valg av brukeragenten på et høyere abstraksjonsnivå.
Medieperspektivet Et krav til modellen var at den skulle ta hensyn til
karakteristikker ved de enkelte medieformatene, som har innvirkning på
brukerens oppfattelse av QoS, og ressurstilstanden i systemet. Vi har ut-
viklet en beskrivelsesmodell for medier som tillater spesifikasjon av slike
egenskaper, og som muliggjør utnyttelse av disse på to måter:
 Mapping til ressursbehov. Man kan finne relasjoner mellom mediepa-
rametere og systemressurser, noe som støtter opp om ressursforvalt-
ningen.
 Differensiering av mediekvalitet, basert på medieparametere. Bruker-
ne har dermed et mer formalisert grunnlag for å foretrekke visse para-
meterinnstillinger fremfor andre, enn hvis det for eksempel skulle vært
basert på brukerens egne erfaringer over tid.
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Ressursperspektivet Kravene som ble identifisert fra dette perspektivet
var at systemet skal ha funksjonalitet for å reservere ressurser dersom sy-
stemet tillater det, eller overvåkning av ressurstilgangen dersom reserva-
sjonsmuligheter ikke finnes. Dette er synlig i modellen, gjennom Reser-
vation Agent, som skal være en generell forvalter av ressurser i systemet.
Men vi mangler tilstrekkelig grunnlag for å kunne avgjøre hvorvidt denne
modellen vil være vellykket i praksis. Det krever at det gjøres en grundi-
gere analyse av emnet ressursforvaltning enn det vi har hatt anledning til.
Viktige spørsmål som det må søkes svar på i den forbindelse er:
 Vil denne modellen kunne egne seg for alle typer ressurser, eller er alle
ressurstyper fundamentalt forskjellige med hensyn til reservasjonsmo-
dell?
 Er det praktisk mulig eller nyttig å integrere all funksjonalitet for res-
sursforvaltning i én eneste komponent? Ville det for eksempel vært nyt-
tigere å distribuere dette ansvaret over flere, mindre komponenter?
Vi har dessverre ikke hatt anledning til å utforske disse spørsmålene nær-
mere gjennom en implementasjon, ettersom det ville vært et for omfat-
tende arbeid.
Applikasjonsperspektivet Vi satte som krav at systemet skal støtte ap-
plikasjoner i følgende oppgaver:
 Forhandling med brukere. Vi har forsøkt å ta høyde for dette konsep-
tet gjennom agenten User Agent, som i arkitekturen utfører denne for-
handlingen, basert på mediespesifikasjoner og brukernes preferanser.
 Forhandling om felles medieformater. Applikasjoner kan i arkitekturen
spesifisere sine egenskaper, oversende disse til Service Agent, og få til-
bake konfigurasjoner valgt av brukeren. På denne måten kan man øke
graden av interoperabilitet mellom ulike applikasjoner.
 Valg av adapsjonsstrategier. Vi har fritatt applikasjonene fra dette an-
svaret i modellen, gjennom å la brukeren selv velge slike, indirekte gjen-
nom brukeragenten.
6.2.3 Hvor generell er modellen?
En interessant diskusjon er hvor stor grad av allmenngyldighet modellen
innehar, det vil si hvor godt den vil egne seg i systemer med ulike forut-
setninger og bruksområder. Én relevant klassifisering av nettverkssyste-
mer er å dele dem inn i disse grupper: de systemene der det finnes mu-
ligheter for å gi QoS-garantier, de systemene uten slike mekanismer, og i
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tillegg systemer der det er sameksistens mellom de to andre gruppene. I
problemstillingen søkte vi derfor svar på disse spørsmålene:
 Vil modellen fungere på systemer med QoS-garantier?
 Vil den fungere på systemer uten garantier?
 Hvordan vil modellen oppføre seg med hensyn til sameksistens mellom
tradisjonelle og nye tjenestemodeller?
Ettersom vi ikke har hatt mulighet til å teste ut arkitekturen i en situasjon
med kontroll og reservasjon av systemressurser, vil det være vanskelig å
vurdere hvordan modellen vil egne seg for slike systemer. Visse aspekter
ved modellen vil uansett ha relevans for alle systemer, for eksempel kom-
patibilitetsmodellen, som støtter opp om interoperabilitet mellom appli-
kasjoner.
Siden arkitekturen fokuserer såvidt mye på adapsjon er det sannsynlig at
den muligens vil ha mest relevans i tilfeller der garantier for tjenestekvali-
tet ikke er tilstede, for eksempel ved mobile systemer, eller i systemer med
sameksistens mellom de ulike tjenestemodellene.
6.3 Begrensninger i arkitekturen
Man kan peke på flere svakheter med modellen: Som tidligere nevnt, er
det ingen mulighet for spesifisering av synkronisering mellom strømmer,
internt i eller mellom applikasjoner. Den modellen vi har utformet antar
at man kun spesifiserer konfigurasjoner og adapsjonsstrategier for én se-
sjon (og én applikasjon) av gangen, uavhengig av andre applikasjoner.
En annen funksjon, som man kan argumentere for at burde vært inn-
korporert i modellen, er spesifikasjon av overføringsmetode. Slik det er
gjort i vår modell, har applikasjoner ingen mulighet til å velge mellom fle-
re transportprotokoller på applikasjonsnivå, som for eksempel RTP. Med
andre ord er forhandlingsfasen standardisert, men ikke overføringsfasen.
6.4 Konklusjon for arbeidet
På bakgrunn av de nye kravene som stilles til infrastruktur og applikasjo-
ner ved en overgang til stadig mer ressurskrevende tjenester, er det behov
for en arkitektur som tar hensyn til disse kravene og tilbyr ulike tjenester
innenfor forskjellige domener. I denne oppgaven har vi identifisert fire s-
like domener, eller perspektiver: brukerperspektivet, ressursperspektivet,
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medieperspektivet og applikasjonsperspektivet, og utviklet en arkitektur
som integrerer funksjonalitet som kreves fra de ulike perspektivene i et
helhetlig system for håndtering av tjenestekvalitet.
I tillegg har vi utviklet en modell for håndtering av medieinformasjon,
som vi mener er fundamentalt nødvendig for å kunne ta hensyn til de
ulike kravene som stilles til tjenestekvalitet i systemet, både fra et bru-
kerperspektiv og fra et ressursperspektiv.
Vi har forsøkt å tydeliggjøre at perspektivene er basis for utforming av ar-
kitekturen, med hovedfokus på brukernes ståsted. I den forbindelse har
vi satt som hovedforutsetning at brukerne selv bør ha mulighet til å ø-
ve innflytelse på hvordan systemets oppførsel vil arte seg, basert på egne
preferanser og kunnskaper.
Det har ikke vært vår intensjon å bygge et komplett system der alle svar
er gitt, men ved å fokusere på viktige aspekter og problemstillinger har
vi innkorporert mange konsepter i vår arkitektur som definitivt bør være
tilstede i et slikt helhetlig system.
6.5 Veien videre
Det er en del temaer som vi i løpet av arbeidet ikke har kommet inn på,
men som det hadde vært interessant å utforske i sammenheng med arki-
tekturen. Vi vil kort nevne noen av disse.
For det første ville det være interessant å arbeide med å innarbeide meka-
nismer for synkronisering mellom mediestrømmer i modellen. Dette ville
innebære inkludering av flere medietyper og applikasjoner i rammever-
ket, og en utvidelse av selve modellen på et fundamentalt plan. I denne
forbindelsen kunne det være aktuelt med utvikling av et eget, spesiali-
sert språk for adapsjonsstrategier. Et slikt språk ville ha behov for spesiell
funksjonalitet for å søke etter gunstige konfigurasjoner eller synkronise-
ring mellom mediestrømmer både innenfor og mellom applikasjoner. I
denne sammengengen vil også sikkerhet i forbindelse med mobil kode
komme inn som et viktig tema.
En oppgave som opplagt ville hatt høy prioritet er å inkludere muligheter
for ressursreservasjon i systemet. Det hadde vært svært interessant å ut-
forske hvordan modellen ville egne seg til integrasjon med for eksempel
RSVP.
Et annet tema, som er svært viktig i denne sammenhengen, er prislegging
av tjenester. Dette har i denne oppgaven ikke vært noe tema for oss, men
er en sterk motivasjonsfaktor for brukere når det gjelder valg av konfigu-
rasjoner og adapsjonstrategier.
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Utforming av en forbedret brukeragent, som tar hensyn både til erfarne,
kunnskapsrike brukere, og brukere med lite kjennskap til tjenestekvalitet,
ville også være en naturlig utvidelse av systemet. En slik oppgave vil inne-
bære en studie som involverer HCI (Human Computer Interaction).
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Tillegg A
Service Agent
Vedlagt ligger koden til Service Agent. Det meste av implementasjonen er
gjort i språket PF, og C-koden er essensielt der for å gjøre agenten om til en
PF-interpreter ved hjelp av PFLib, og integrering med kommunikasjons-
biblioteket SACPLib.
I tillegg til å implementere Service Agent, er også funksjonaliteten i Media
KB integrert her. Det samme gjelder funksjonaliteten for å simulere signa-
ler fra Reservation Agent, som ble benyttet til å utføre testene beskrevet i
kapittel 5.
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A.1 Header-filer i Service Agent
void sacp_connect_callback(char*);
void sacp_disconnect_callback(char*);
void sacp_default_callback(char*,char*);
void comint_code9_callback(char*,char*);
void comint_OPCM_PORTMAP_callback(char*,char*);
void ticker_callback();
Page 1/1comintcb.h
/*
 * events.h
 *
 * Achtung: window.c kann eine Vielzahl von Events gleichzeitig
 *          abgeben, so dass die Konstante MAX_EVENTS eventuell
 *          zu klein wird. Dies kommt insbesondere dann vor,
 *          wenn viele Subwindows Redraw’s erhalten.
 */
#define MAX_EVENTS 20
#define PF_GETEVENT 17
#define PF_POLL      0
#define PF_EXIT     99
#define KeyPressEvent    1
#define ButtonPressEvent 2
#define ExposeEvent      3
#define CloseWindowEvent 4
#define EnterEvent       5
#define ExitEvent        6
#define SizeEvent        7
#define ShortDialogEvent 8
/* new for Communication library */
#define ComCode          9
#define ComTimer        10
#define ComConnect      11
#define ComDisconnect   12
#define ComMessage      13
typedef struct { 
  short ev_type;
#if 0
  /* The following are no longer in use */
  struct _VWindow *ev_wid;
  short ev_mx;
  short ev_my;
  short ev_detail;
  short ev_state;
#endif
  /* new for Communication library */
  char *ev_contents;
  char *ev_channel;
  int   ev_jobtype;
} PfEv_Event;
PfEv_Event *PfEv_PutEvent();
PfEv_Event *PfEv_GetEvent();
int PfEv_ProcessEvents();
void PfEv_DispatchInput();
int SetEvent();
int InitEvents();
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extern void pf_getenv();
extern void pf_strcat();
extern void pf_kill();
extern void pf_pow();
extern void pf_log();
extern void pf_div();
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#ifndef _sacp_defs_h_
#define _sacp_defs_h_
/* Service Agent <−−> Applications */
#define opcode_client_initiate         120
#define opcode_set_configuration       121
#define opcode_set_parameters          122
#define opcode_toggle_transmit         123
#define opcode_shutdown                124
/* Service Agent <−−> Service Agent */
#define opcode_sa_initiate             130
#define opcode_sa_request_timeout      131
#define opcode_sa_intersection         132
#define opcode_sa_configuration        133
#define opcode_sa_ready                134
#define opcode_sa_adapt                135
#define opcode_sa_user_message         136
#define opcode_sa_user_renegotiate     137
#define opcode_sa_config_update        138
#define opcode_sa_client_disconnected  139
/* Service Agent <−−> User Agent */
#define opcode_ua_attach               140
#define opcode_ua_user_negotiate       141
#define opcode_ua_admission_test       142
#define opcode_ua_admission_reply      143
#define opcode_ua_configuration        144
#define opcode_ua_user_message         145
#define opcode_ua_config_update        146
#define opcode_ua_user_renegotiate     147
#define opcode_ua_app_disconnected     148
/* Any <−−> Any */
#define opcode_error                   150
/* error payloads look like this: errorcode[:message] 
   where the error code is one of: */
#define errcode_unexpected_opcode        0
#define errcode_malformed_package        1
#define errcode_no_spec_available        2
#define errcode_incompatible             3
#endif
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A.2 C-filer i Service Agent
#include <sys/types.h>
#include <stdio.h>
#include <time.h>
#include <addutil.h>
#include <appaddr.h>
#include <ihim.h>
#include <socketcom.h>
#include <cominterp.h>
#include <stdlib.h>
#include "events.h"
#include "comintcb.h"
void sacp_connect_callback(char*clientD)
{
  extern int comintLastOpcode;
  char messb[100];
  PfEv_Event *pfe;
  time_t     timenumber;
  struct tm *timestruct;
  time(&timenumber);
#ifdef GMTIME
  timestruct = gmtime(&timenumber);   
#else
  timestruct = localtime(&timenumber);   
#endif
  pfe = PfEv_PutEvent();
  pfe−>ev_type     = ComConnect;
  if (clientD) {
    if (strlen(clientD)==0) {
      pfe−>ev_channel  = (char *)strdup("uchan");
      pfe−>ev_contents = (char *)strdup("uchan");
    }
    else {
      pfe−>ev_channel  = (char *)strdup(clientD);
      pfe−>ev_contents = (char *)strdup(clientD);
    }
  }
  else {
    pfe−>ev_channel  = (char *)strdup("uchan");
    pfe−>ev_contents = (char *)strdup("uchan");
  }
  pfe−>ev_jobtype  = 997;
}
void sacp_disconnect_callback(char*clientD)
{
  extern int comintLastOpcode;
  char messb[100];
  PfEv_Event *pfe;
  time_t     timenumber;
  struct tm *timestruct;
  time(&timenumber);
#ifdef GMTIME
  timestruct = gmtime(&timenumber);   
#else
  timestruct = localtime(&timenumber);   
#endif
  pfe = PfEv_PutEvent();
  pfe−>ev_type     = ComDisconnect;
  if (clientD) {
    if (strlen(clientD)==0) {
      pfe−>ev_channel  = (char *)strdup("uchan");
      pfe−>ev_contents = (char *)strdup("uchan");
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    }
    else {
      pfe−>ev_channel  = (char *)strdup(clientD);
      pfe−>ev_contents = (char *)strdup(clientD);
    }
  }
  else {
    pfe−>ev_channel  = (char *)strdup("uchan");
    pfe−>ev_contents = (char *)strdup("uchan");
  }
  pfe−>ev_jobtype  = 998;
}
void sacp_default_callback(vmeD,clientD)
char    *vmeD;
char    *clientD;
{
  extern int comintLastOpcode;
  char messb[100];
  PfEv_Event *pfe;
  time_t     timenumber;
  struct tm *timestruct;
  time(&timenumber);
#ifdef GMTIME
  timestruct = gmtime(&timenumber);   
#else
  timestruct = localtime(&timenumber);   
#endif
  pfe = PfEv_PutEvent();
  pfe−>ev_type     = ComMessage;
  if (vmeD) {
    pfe−>ev_contents = (char *)strdup(vmeD);
  }
  else {
    pfe−>ev_contents = (char *)strdup("");
  }
  if (clientD) {
    if (strlen(clientD)==0) {
      pfe−>ev_channel  = (char *)strdup("uchan");
    }
    else {
      pfe−>ev_channel  = (char *)strdup(clientD);
    }
  }
  else {
    pfe−>ev_channel  = (char *)strdup("uchan");
  }
  pfe−>ev_jobtype  = comintLastOpcode;
}
void comint_code9_callback(vmeD,clientD)
char    *vmeD;
char    *clientD;
{
  extern int comintLastOpcode;
  char messb[100];
  PfEv_Event *pfe;
  time_t     timenumber;
  struct tm *timestruct;
  time(&timenumber);
#ifdef GMTIME
  timestruct = gmtime(&timenumber);   
#else
  timestruct = localtime(&timenumber);   
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#endif
  pfe = PfEv_PutEvent();
  pfe−>ev_type     = ComCode;
  if (vmeD) {
    pfe−>ev_contents = (char *)strdup(vmeD);
  }
  else {
    pfe−>ev_contents = (char *)strdup("");
  }
  if (clientD) {
    if (strlen(clientD)==0) {
      pfe−>ev_channel  = (char *)strdup("uchan");
    }
    else {
      pfe−>ev_channel  = (char *)strdup(clientD);
    }
  }
  else {
    pfe−>ev_channel  = (char *)strdup("uchan");
  }
  pfe−>ev_jobtype  = 9;
} 
void comint_OPCM_PORTMAP_callback(vmeD,clientD)
char    *vmeD;
caddr_t clientD;
{
   AppAddress  *portmapAddr;
   char portmapConnection[80];
   char *mp;
   char messb[1000];
   if (vmeD) {
      sprintf(messb,"Portmapper: %s",vmeD);
   }
   else {
      sprintf(messb,"Portmapper: −−−");
   }
   strscan(vmeD,portmapConnection);
   mp = strskip(vmeD);
   if (!mp) {
      sprintf(messb,"Portmapper: handling request from %s",portmapConnection);
      fprintf(stderr,"%s\n",messb);
      return;
   }
   if (*mp == ’0’) {
#if 0
      sprintf(messb,"Portmapper: connection %s removed",portmapConnection);
      fprintf(stderr,"%s\n",messb);
#endif
      return;
   }
   portmapAddr = sscanAppAddress(portmapConnection,mp,"localhost");
   sprintf(messb,"Portmapper: Connection %s on host %s port %s",
   portmapConnection,
   portmapAddr−>hostname,
   portmapAddr−>portname);
   fprintf(stderr,"PORTMAP: %s\n",messb);
} 
void ticker_callback()
{
  PfEv_Event *pfe;
  time_t     timenumber;
  struct tm *timestruct;
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  time(&timenumber);
#ifdef GMTIME
  timestruct = gmtime(&timenumber);   
#else
  timestruct = localtime(&timenumber);   
#endif
  pfe = PfEv_PutEvent();
  pfe−>ev_type     = ComTimer;
  pfe−>ev_contents = (char *)strdup(asctime(timestruct));
  pfe−>ev_channel  = (char *)strdup("TICKER");
  pfe−>ev_jobtype  = 17;
}
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#include "pf.h"
#include "operator_table.h"
extern Operator ComLibOpTabelle[];
extern Operator operator_table[];
Operator *ExtOpTabelle[] =
  {
        0,    /* SystemTabelle wird intern gehandhabt */
        operator_table,
        ComLibOpTabelle,
        0
  };
Page 1/1extop.c
#include <stdio.h>
#include <stdlib.h>
#include <math.h>
#include "pf.h"
#include "pfstack.h"
#include "operator_table.h"
Operator operator_table[] = {
  0,
  pf_strcat,
  pf_getenv,
  pf_kill,
  pf_pow,
  pf_log,
  pf_div,
  0
};
extern ItemArray *ParamStack;
void pf_getenv() {
  char *name, *result;
  name = PopString(1);
  result = getenv(name);
  if (result) {
    pushstring(result);
  } 
  else {
    Op_null();
  }
  free(name);
}
void pf_strcat()
/*
 * string string −> string
 */
{
  char *string1;
  char *string2;
  char *result;
  string1 = PopString(1);
  string2   = PopString(1);
  if (string1 && string2) {
    result = malloc(strlen(string1) + strlen(string2) + 1);
    if (result) {
      result[0] = ’\0’;
      strcat(result, string2);
      strcat(result, string1);
      pushstring(result);
      free(string1);
      free(string2);
      free(result); // pushstring() copies the string
    }
    else fprintf(stderr, "pf_strcat: error,  fix later\n");
  }
  else fprintf(stderr, "pf_strcat: error,  fix later\n");
}
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void pf_kill()
{
  exit(0);
}
void pf_pow()
{
  double base, power;
   Item *a = & ParamStack−>Elements[ParamStack−>length −1];
   Item *b = a − 1;
   if (ParamStack−>length < 2) exception(STACK_UNDERFLOW);
   if (a−>type != INTEGER_TYPE && a−>type != REAL_TYPE) exception(TYPE_CHECK);
   if (b−>type != INTEGER_TYPE && b−>type != REAL_TYPE) exception(TYPE_CHECK);
   if (a−>type == INTEGER_TYPE) {
     power = (float) a−>value;
   } else {
     power = *(float *) &a−>value;
   }
   if (b−>type == INTEGER_TYPE) {
     base = (float) b−>value;
   } else {
     base = *(float *) &b−>value;
   }
   Op_stack_pop();
   Op_stack_pop();
   pushreal(pow(base, power));
} 
void pf_log()
{
   Item *a = & ParamStack−>Elements[ParamStack−>length −1];
   if (ParamStack−>length < 1) exception(STACK_UNDERFLOW);
   if (a−>type != INTEGER_TYPE && a−>type != REAL_TYPE) {
     exception(TYPE_CHECK);
   } 
   else {
     switch (a−>type) {
     case INTEGER_TYPE:
       if (a−>value <= 0) exception(UNDEFINED_RESULT);
       ParamStack−>length−−;
       pushreal((float) log10((float)a−>value));
       break;
     case REAL_TYPE:
       if ((* (float *) & a−>value) <= 0) exception(UNDEFINED_RESULT);
       ParamStack−>length−−;
       pushreal((float) log10(* (float *) & a−>value));
       break;
     default:
       /* Should never happen */
       ParamStack−>length−−;
       exception(TYPE_CHECK);
       break;
     }
   }
}
void pf_div()
{
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   Item *a = & ParamStack−>Elements[ParamStack−>length −1];
   Item *b = a − 1;
   float result;
   if (ParamStack−>length < 2) exception(STACK_UNDERFLOW);
   if (a−>value == 0) exception(UNDEFINED_RESULT);
   switch (a−>type) {
   case INTEGER_TYPE:
     if (b−>type == INTEGER_TYPE) {
       result = (float)((float)b−>value / (float)a−>value);
     } else {
       result = * (float *) &b−>value / (float) a−>value;
     }
     break;
   case REAL_TYPE:
     if (b−>type == INTEGER_TYPE) {
       b−>type = REAL_TYPE;
       result = (float) b−>value / * (float *) & a−>value;
     }
     else
       result = * (float *) & b−>value / * (float *) & a−>value;
     break;
   }
   ParamStack−>length −= 2;
   pushreal(result);
}
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#include <stdio.h>
#include <mcall.h>
#include <addutil.h>
#include <appaddr.h>
#include <ihim.h>
#include <socketcom.h>
#include <cominterp.h>
#include <stdlib.h>
#include <sys/types.h>
#include <signal.h>
#include <sys/wait.h>
#include <time.h>
#include <pf.h>
#include "events.h"
#include "comintcb.h"
#define pf_terminate 99
#define pf_eventqueue_empty 0
char *OWN_ADDR    = NULL;
AppAddress *mnsTester  = NULL;
AppAddress *mnsSelf    = NULL;
AppAddress *mnsNobody  = NULL;
extern int _pf_status;
void sacp_pf_eventloop() 
{
  int pec = 0;  
  while (pec != pf_terminate) {
    IHI_Dispatch();    
    while (1) {
      pec= PfEv_ProcessEvents();
      if (pec == pf_terminate) break; 
      if (pec == pf_eventqueue_empty) break; 
    }
  }
}
char    *reqbuf  = NULL;
char   **environPtr;
main(argc,argv,envp)
int  argc;
char  *argv[];
char     *envp[];
{
  extern int socketcom_debug;
  char mbuf[80];
  socketcom_debug = 0;
  InitEvents();
  mnsSelf   = sscanAppAddress("sacp","sacp","localhost");
  MCALL(mnsSelf,SetHost)(mnsSelf,OWN_ADDR);
  reqbuf = (char*) malloc(100*sizeof(char));
  sprintAppAddress(reqbuf,mnsSelf);
  fprintf(stderr,"Server Connection %s is set to %s\n",
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  mnsSelf−>connection,reqbuf); 
  InstallConnectCallbackRoutine(sacp_connect_callback);
  InstallDisconnectCallbackRoutine(sacp_disconnect_callback);
  InstallRecvSocketHandler(comintInterpreter,NULL);
  InstallTickerHandler(500000,ticker_callback);
  comintInterpInit();
  comintInterpSetDefault(sacp_default_callback, NULL);
  comintInterpSetCallback(3, comint_OPCM_PORTMAP_callback, NULL);
  comintInterpSetCallback(9, comint_code9_callback, NULL);
  pf_init();
  pf_boot();
  pf_argv(argv);
  while (!(_pf_status=pf_run()));
  sacp_pf_eventloop();
  pf_end();
  exit(0);
}
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Event begin
  
  % app−id factor adjust −
  /adjust−client {
    cvr
    clients 2 index known {
      clients 2 index dget 
      % app−id factor app−obj
      dup /configuration dget dup null ne {
        % app−id factor app−obj config
        exch
        /intersected−capabilities dget
        % app−id factor config intersection
        get−needed−mappings exch compute−config−bandwidth
        % app−id factor bw
        mul
        adaptation−msg
      }{
        4 { pop } repeat
      } ifelse
    }{
      pop pop
    } ifelse
  } def
  % factor adjust −
  /adjust {
    clients {
      % factor key val
      /runtime−envir dget null ne {
        % adjust only the clients that actually transmit something
        exch adjust−client
      }{
        pop
      } ifelse
    } dforall
  } def
  % − up −
  /up {
    5.0 adjust
  } def
  % − down −
  /down {
    0.9 adjust
  } def
end
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% the parent of all application objects
% defined only for reference (to keep all ’defs’ in one place)
/application−object 15 dict dup begin
  /application−name null def
  /user null def
  /port null def
  /remote−host null def
  /peer null def
  /capabilities null def
  /intersected−capabilities null def
  /protocol null def
  /configuration null def
  /runtime−envir null def
end def
/create−application−object {
  application−object dict−copy
} def
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/event−terminate 999 def
/event−pf−exec 123 def
/event−ticker 17 def
/callbacks 30 dict def
callbacks begin
  % the recipe here: put the necessary operands on the stack,
  % call the selected function (will be executed in the Event dict)
  
  %%%%%%%%%%%% General connection maintenance
  opc−disconnect {
    {
      ev_channel sacp−disconnect
    } try {
      (caught exception in function sacp−disconnect) ==n
    } if
  } def
  opc−connect {
    {
      ev_channel sacp−connect
    } try {
      (caught exception in function sacp−connect) ==n
    } if
  } def
  %%%%%%%%%%%% Client interaction routines
  opc−client−initiate {
    mark
    {
      ev_channel
      ev_contents cvx exec 
      sacp−client−initiate
    } try {
      (caught exception in function sacp−client−initiate) ==n
    } if
    cleartomark
  } def
  
  %%%%%%%%%%%% SA interaction routines
  opc−sa−initiate {
    {
      ev_channel
      ev_contents cvx exec
      sacp−sa−initiate
    } try {
      (caught exception in function sacp−sa−initiate) ==n
    } if
  } def
  opc−sa−intersection {
    {
      ev_channel
      ev_contents cvx exec
      sacp−sa−intersection    
    } try {
      (caught exception in function sacp−sa−intersection) ==n
    } if
  } def 
  opc−sa−configuration {
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false {
    {
    ev_channel
    ev_contents cvx exec
    sacp−sa−configuration
    } try {
      (caught exception in function sacp−sa−configuration) ==n
    } if 
} if
    ev_channel
    ev_contents cvx exec
    sacp−sa−configuration
  } def
  opc−sa−ready {
    {
      ev_channel
      ev_contents cvx exec
      sacp−sa−ready
    } try {
      (caught exception in function sacp−sa−ready) ==n
    } if
  } def
  opc−sa−adapt {
    {
      ev_channel
      ev_contents cvx exec
      sacp−sa−adapt
    } try {
      (caught exception in function sacp−sa−adapt) ==n
    } if
  } def
  opc−sa−user−message {
    {
      ev_contents cvx exec
      sacp−sa−user−message
    } try {
      (caught exception in function sacp−sa−user−message) ==n
    } if
  } def
  opc−sa−user−renegotiate {
    {
      ev_contents cvx  exec
      sacp−sa−user−renegotiate
    } try {
      (caught exception in function sacp−sa−user−renegotiate) ==n
    } if
  } def
  opc−sa−config−update {
    
  } def
  opc−sa−client−disconnected {
    {
      ev_channel
      ev_contents cvx exec
      sacp−sa−client−disconnected
    } try {
      (caught exception in function sacp−sa−client−disconnected) ==n
    } if
  } def
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  %%%%%%%%%%%% User Agent interaction routines
  opc−user−agent−attach {
    {
      ev_channel
      ev_contents cvx exec
      sacp−ua−attach    
    } try {
      (caught exception in function sacp−ua−attach) ==n
    } if
  } def
  
  opc−ua−admission−test {
    
  } def 
  opc−ua−configuration {
    {
      ev_channel
      ev_contents cvx exec
      sacp−ua−configuration
    } try {
      (caught exception in function sacp−ua−attach) ==n
    } if
  } def
  opc−ua−user−renegotiate {
    
  } def
  
  opc−error {
    
  } def
  
  %%%%%%%%%%%% Various routines
  event−terminate {
    (Terminating ...\n) print
    SocketcomClose
    99 halt
  } def % 999
  event−pf−exec {
    {
      ev_contents cvx exec
    } try {
      (caught exception while executing contents \(opcode ) = event−pf−exec = (\
)) ==n
    } if
  } def
  event−ticker {
    (Ticker ...\n) print ev_contents print
  } def
end
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/count= {
  (count: ) = count =n
} def
% condition assert −
/assert {
  adup /assertion exch def
  cvx exec
  exec dup type booleantype eq {
    true ne {
      (assertion failed: ) = assertion ==n
      quit
    } if
  }{
    (assert: not a boolean expression) =n
    errorhandler
  } ifelse
  /assertion undef
} def
% set1 set2 subset bool
/is−subset {
  true
  % set1 set2 bool
  2 index {
    % set1 set2 bool el1
    2 index exch has−element not { false exch pop } if
    dup false eq { exit } if
  } aforall
  exch pop exch pop
} def
% set1 set2 set−matches bool
/set−matches {
  1 index 1 index is−subset
  1 index 3 index is−subset and
  exch pop exch pop
} def
% set subset has−subset−exactly bool
/has−subset−exactly {
  dup type arraytype eq {
    false
    % set subset bool
    2 index {
      % set subset bool subset1
      dup type arraytype eq {
        2 index set−matches {
          % set subset bool 
          pop true exit
        } if
      }{
        pop
      } ifelse
    } aforall
    % set subset bool
    exch pop exch pop
  }{
    has−element
  } ifelse
} def
% set1 set2 set−intersection set3
/set−intersection {
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  0 array
  % set1 set2 new
  0 1 4 index alength 1 sub {
    3 index exch aget 
    % set1 set2 new element1
    
    dup 3 index exch has−subset−exactly {
      array−add
    }{
      pop
    } ifelse
  } for
  % set1 set2 new
  0 1 3 index alength 1 sub {
    2 index exch aget
    % set1 set2 new element
    1 index 1 index has−subset−exactly not 
    4 index 2 index has−subset−exactly and {
      array−add
    }{
      pop
    } ifelse
  } for
  exch pop exch pop
} def
/left−expr {
  dup type arraytype eq {
    0 aget
  }{
    errorhandler
  } ifelse
} def
/right−expr {
  dup type arraytype eq {
    2 aget
  }{
    errorhandler
  } ifelse  
} def
/get−operator {
  dup type arraytype eq {
    1 aget
  }{
    errorhandler
  } ifelse
} def
/is−literal {
  type arraytype ne
} def
/is−and−expression {
  dup type arraytype eq {
    1 aget /and eq
  }{
    pop false
  } ifelse
} def
/is−or−expression {
  dup type arraytype eq {
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    1 aget /or eq
  }{
    pop false
  } ifelse
} def
/set−as−left {
  0 exch aput
} def
/set−as−right {  
  2 exch aput
} def
/set−operator {
  1 exch aput
} def
% left operator right create−expression expression
/create−expression {
  count 3 ge {
    [ 3 index 3 index 3 index ]
    exch pop exch pop exch pop
  }{
    errorhandler
  } ifelse
} def
/flatten−expression {
  % handle subexpressions first:
  dup 0 aget type arraytype eq {
    dup 0 aget flatten−expression 1 index exch 0 exch aput
  } if
  dup 2 aget type arraytype eq {
    dup 2 aget flatten−expression 1 index exch 2 exch aput
  } if
    
  % check type of expression
  dup 1 aget /and eq {
    [ ] % create new array to replace old
    1 index 0 aget type arraytype eq {
      1 index 0 aget array−concat
    }{
      1 index 0 aget array−add
    } ifelse
    
    /and array−add
    
    1 index 2 aget type arraytype eq {
      1 index 2 aget array−concat
    }{
      1 index 2 aget array−add
    } ifelse
    exch pop % get rid of old array
  }{
    % OR expression
    [ ] % create array to replace old
    1 index 0 aget type arraytype eq {
      1 index 0 aget 1 aget /or eq {
        1 index 0 aget array−concat
      }{
        1 index 0 aget array−add
      } ifelse
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    }{
      1 index 0 aget array−add
    } ifelse
    
    /or array−add
    
    1 index 2 aget type arraytype eq {
      1 index 2 aget 1 aget /or eq {
        1 index 2 aget array−concat
      }{
        1 index 2 aget array−add
      } ifelse
    }{
      1 index 2 aget array−add
    } ifelse
    exch pop % get rid of old array
  } ifelse
} def
% flattened array is required as input
/remove−operators {
  dup type arraytype eq {
    dup alength 1 ge {
      [ ]
      1 index {
        dup /or ne 1 index /and ne and {
          dup type arraytype eq {
            remove−operators
          } if
          1 index exch array−add
          exch pop
        }{
          pop
        } ifelse
      } aforall
      exch pop
    } if
  } if
} def
/parenthesize−expression {
  dup type arraytype eq {
    count 1 ge {
      % create an array consisting of three elements:
      % the first expression, an operator and the rest of the array parenthesize
d.
      dup alength 3 gt {
        [ ] 1 index 0 aget array−add 
        1 index 1 aget array−add
        [ ]
        % arr new new
        2 index alength 1 sub 2 exch 1 exch {
          % arr new new index
          3 index exch aget array−add
        } for
        
        parenthesize−expression
        array−add
        exch pop
      }{
        % done
      } ifelse
    }{
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      % just return the element inside the array
      dup 0 aget exch pop
    } ifelse
  } if
} def
% find index of first and clause in array
% returns −1 if not found
% array find−next−and−clause int
/find−first−and−clause {
  −1 
  % array −1
  0 1 3 index alength 1 sub {
    dup
    % array −1 index index
    3 index exch aget /and eq {
      exch pop exit
    }{
      pop
    } ifelse
  } for
  exch pop
} def
% groups /and pairs
% [ /a /and /b /or /c /and /d /or /e ] 
% −> [ [ /a /and /b ] /or [ /c /and /d ] /or /e ]
/group−ands {
  % find any /and operators, take the two surrounding elements, and
  % put them into an array. finally, replace the three elements with
  % the newly created array.
  dup type arraytype eq {
    {
      % array
      %dup (searching: ) = a= 
      dup find−first−and−clause dup −1 eq { pop exit } if
      % array index
      1 sub dup
      % array index index
      2 index exch 3 sub−array
      %dup (found clause: ) = a= 
      % array index clause
      2 index
      % array index clause new−array
      2 index 
      % array index clause new−array index
      remove−at
      % array index clause new−array
      2 index 
      % array index clause new−array index
      remove−at
      % array index clause new−array
      2 index 
      % array index clause new−array index
      1 index exch null aput
      % array index clause new−array
      exch
      % array index new−array clause 
      1 index exch
      3 index exch
      % array index new−array index clause 
      aput
      % array index new−array 
      exch pop exch pop
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      % new−array
    } loop
  }{
    error−type−check errorhandler
  } ifelse
} def
%  Algoritme for å få (villkårlige) uttrykk på disjunktiv normalform:
%  La uttrykket se slik ut: (venstre op høyre)
%  Algoritme:
%    1.  Hvis uttrykket kun består av ett uttrykk, normaliser det, og vi er ferd
ige.
%    2.  Se på hvert av uttrykkene. Hvis de ikke er literaler, normaliser dem.
%    3.  Se på operatoren. Hvis den er OR, er vi ferdige.
%    4.  Vi har nå et AND−uttrykk: (venstre * høyre). Se på venstre. Hvis dette 
er
%        et literal eller et AND−uttrykk, gå til 5a, ellers 5b.
%    5a. Se på høyre uttrykk. Dersom det er et AND−uttrykk eller et literal, er 
vi
%        ferdige. Ellers er hele uttrykket på formen: (venstre * (expr1 + expr2)
). 
%        Konstruer uttrykket ((venstre * expr1) + (venstre * expr2)), or normali
ser
%        hvert av deluttrykkene.
%    5b. Her er venstre uttrykk på formen (expr1 + expr2). Se på høyre uttrykk. 
%        Dersom det er et AND−uttrykk eller et literal, konstruer uttrykket:
%        ((expr1 * høyre) + (expr2 * høyre)), or normaliser hvert av deluttrykke
ne.
%        Ellers er høyre uttrykk på formen (expr3 + expr4). Konstruer uttrykket:
%        ((venstre) * expr3) + (venstre * expr4)) og normaliser hvert av
%        deluttrykkene.
/normalize−disjunctive {
  dup is−literal not {
    dup alength 1 eq {
      % allow [ /a ] type expressions
      dup left−expr normalize−disjunctive 1 index exch set−as−left
    }{
      dup left−expr is−literal not {
        dup left−expr normalize−disjunctive 1 index exch set−as−left
      } if
      dup right−expr is−literal not {
        dup right−expr normalize−disjunctive  1 index exch set−as−right
      } if
      dup is−and−expression {
        dup left−expr dup is−and−expression exch is−literal or {
          dup right−expr is−or−expression {
            % (a * (exp1 + exp2)) −> ((a * exp1) + (a * exp2))
            dup left−expr /and
            % array a /and
            2 index right−expr left−expr create−expression normalize−disjunctive
            % array new−left
            1 index left−expr /and
            3 index right−expr right−expr create−expression normalize−disjunctiv
e 
            % array new−left new−right
            2 index exch set−as−right 
            1 index exch set−as−left
            dup /or set−operator
          } if
        }{
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          % left is OR expression 
          dup right−expr dup is−literal exch is−and−expression or {
            dup left−expr left−expr /and
            2 index right−expr create−expression normalize−disjunctive 
            % array new−left
            1 index left−expr right−expr /and 
            3 index right−expr create−expression normalize−disjunctive
            % array new−left new−right
            2 index exch set−as−right
            1 index exch set−as−left
            dup /or set−operator
          }{
            dup left−expr /and 
            2 index right−expr left−expr create−expression normalize−disjunctive
 
            % array new−left
            1 index left−expr /and
            3 index right−expr right−expr  create−expression normalize−disjuncti
ve
            % array new−left new−right
            2 index exch set−as−right
            1 index exch set−as−left
            dup /or set−operator
          } ifelse
        } ifelse
      } if
    } ifelse
  } if
} def
%  /client [ [ /a=x /or /a=y ] /and /b=z ] def
%  /server [ /a=y /and /b=z ] def
%  /combined [ client /and server ] def
%[ [ (video/nv) /or (video/h261) ] /and [ (audio/au) /or (audio/wav) ] ]
%normalize−disjunctive flatten−expression a= kill
%  combined
%  normalize−disjunctive dup a= flatten−expression a= kill
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/Event 100 dict def
Event begin       % Inhalt muss vorbelegt werden damit die Keys da sind
   /ev_type   0 def
   /ev_window 0 def
   /ev_state  0 def
   /ev_detail 0 def
   /ev_mx     0 def
   /ev_my     0 def
   /cnt1 0 def  % counter for test purpose
   /cnt2 0 def  % counter for test purpose
end
/eventloop {
  
  mark
  
  { % loop
    count { pop } repeat              % clear stack
%    (waiting for event \(count: ) print count = (\)\n) print
    Event                             
    17 halt                           % wait for event
    % event
    dup begin
      callbacks ev_jobtype
      1 index 1 index known {
        dget cvx exec
      }{
        (unknown type: ) = =n pop
      } ifelse
    end
  
    pop % remove event
  } loop
} bind def
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/extopdef { 256 add opdef } bind def
/strcat         1 extopdef
/pf−getenv      2 extopdef
/kill           3 extopdef
/pow            4 extopdef
/log            5 extopdef
/div            6 extopdef
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 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
 % General utilities
 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
% redefine = operator, get rid of indentation
/= undef
/= { /dummy cvs print } dup 0 80 string aput def
 % Types are defined in pf.h (or at least they should have been)
 /nulltype   0    def
 /integertype   1    def
 /booleantype   2    def
 /realtype   3    def
 /arraytype  68    def
 /dicttype  69    def
 /nametype   6    def
 /operatortype   7    def
 /stringtype     73    def
 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
 % name:
 % type−as−string
 % profile:
 % any type−as−string string
 % description:
 % 
 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
 /type−as−string {
  {
    type
    dup nulltype     eq  { pop (nulltype)     exit } if
    dup integertype  eq  { pop (integertype)  exit } if
    dup booleantype  eq  { pop (booleantype)  exit } if
    dup realtype     eq  { pop (realtype)     exit } if
    dup arraytype    eq  { pop (arraytype)    exit } if
    dup dicttype     eq  { pop (dicttype)     exit } if
    dup nametype     eq  { pop (nametype)     exit } if
    dup operatortype eq  { pop (operatortype) exit } if
    dup stringtype   eq  { pop (stringtype)   exit } if
    pop (unknown) exit
  } loop
 } def
 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
 % name:
 % print−type
 % profile:
 % any print−type −
 % description:
 % 
 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
 /print−type {
  type−as−string print
 } def
% error constants
% use: error−number errorhandler
/error−dict−full                            1 def
/error−dictstack−overflow                   2 def
/error−dictstack−underflow                  3 def
/error−execstack−overflow                   4 def
/error−handle−error                         5 def
/error−interrupt                            6 def
/error−invalid−access                       7 def
/error−invalid−exit                         8 def
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/error−invalid−file−access                  9 def
/error−invalid−font                        10 def
/error−invalid−restore                     11 def
/error−io−error                            12 def
/error−limit−check                         13 def
/error−no−current−point                    14 def
/error−range−check                         15 def
/error−stack−overflow                      16 def
/error−stack−underflow                     17 def
/error−unterminated−string                 18 def
/error−timeout                             19 def
/error−type−check                          20 def
/error−unexpected−key−or−name              21 def
/error−file−not−found                      22 def
/error−undefined−result                    23 def
/error−unmatched−mark                      24 def
/error−unregistered−internal               25 def
/error−out−of−memory                       26 def
/error−negative−reference−count            27 def
 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
 % name:
 % array−eq
 % profile:
 % array  array  array−eq bool
 % description: checks equality (by value) between two arrays
 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
 /array−eq {
  true
  2 index alength 2 index alength eq {
    % array1 array2 true
    1 index 0 exch 1 exch alength 1 sub {
      % array1 array2 true index
      dup 3 index exch aget
      exch 4 index exch aget
      % array1 array2 true value value
      equal not {
        pop
        false exit
      } if
    } for
    % throw away arrays, leave bool
    exch pop exch pop
  }{
    pop pop pop
    false
  } ifelse
 } def
 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
 % name:
 % dict−eq
 % profile:
 % dict dict dict−eq bool
 % description: checks equality (by value) between two dicts
 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
 /dict−eq {
  true
  2 index dlength 2 index dlength eq {
    % dict1 dict2 true
    1 index {
      % dict1 dict2 true key2 val2
      exch dup 5 index exch known not {
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        pop pop pop
        false exit
      } if
      % dict1 dict2 true val2 key2
      4 index exch dget equal not {
        pop
        false exit
      } if
    } dforall
    exch pop exch pop
  }{
    pop pop pop
    false
  } ifelse
 } def
 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
 % name:
 %  
 % profile:
 % any any equal bool
 % description:
 % determines whether (any) two objects are the same value
 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
 /equal {
  count 2 ge {
    2 copy type exch type eq {
      {
        dup type
        dup arraytype eq {
          pop array−eq exit
        } if
        dup dicttype eq {
          pop dict−eq exit
        } if
        pop eq exit
      } loop
    }{
      pop pop false
    } ifelse
  }{
    pop pop false
  } ifelse
 } def
 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
 % name:
 %  
 % profile:
 % array any has−element bool
 % description:
 % 
 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
 /has−element {
  false
  % array any false
  2 index {
    % array any false value
    2 index equal {
      pop true exit
    } if
  } aforall
  % array any bool
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  exch pop exch pop
 } def
 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
 % name: adup
 %  
 % profile: array adup array array
 % 
 % description:
 % 
 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
 /adup {
  dup alength array
  % array1 array2
  0 1 3 index alength 1 sub {
    1 index exch
    % array1 array2 array2 index
    dup 4 index exch aget
    aput
  } for
 } def
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
% name: array−copy
%  
% profile: array array−copy array
% 
% description: 
% makes a deep copy (excluding dicts) of the array
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
/array−copy {
  dup alength array
  % array1 array2
  0 1 3 index alength 1 sub {
    1 index exch
    % array1 array2 array2 index
    dup 4 index exch aget
    % array1 array2 index element
    dup type arraytype eq {
      array−copy
    } if
    aput
  } for
  exch pop
} def
 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
 % name: swap
 %  
 % profile: array index1 index2 swap −
 % 
 % description:
 % swaps two elements (by reference, doesn’t leave an array)
 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
  /swap {
    1 index 0 ge 2 index 4 index alength 1 sub le and
    % array index1 index2 bool
    1 index 0 ge 2 index 5 index alength 1 sub le and and {
      % array index1 index2
      2 index 1 index aget exch
      % array index1 tmp index2
      3 index exch 
      % array index1 tmp array index2
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      4 index 4 index aget aput
      aput
    }{
      error−limit−check errorhandler
    } ifelse
  } def
 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
 % name: 
 % strdup
 % profile: 
 % string strdup string string
 % description:
 % 
 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
 /strdup {
  dup slength string
  % string1 string2
  0 1 3 index slength 1 sub {
    1 index exch
    % string1 string2 string2 index
    dup 4 index exch sget
    sput
  } for
 } def
 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
 % name: 
 % strcat
 % profile: 
 % string string strcat string
 % description:
 % lousy implemented string concatenation function
 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
/strcat−new {  
  dup null eq { pop 0 string } if exch
  dup null eq { pop 0 string } if exch
  dup slength 2 index slength add string
  % copy first string into newly created string:
  % string1 string2 string
  0 1 4 index slength 1 sub {
    % string1 string2 string index
    1 index exch
    4 index 1 index sget sput
  } for
  
  2 index slength
  % copy second sring into new string:
  % string1 string2 string length1
  0 1 4 index slength 1 sub {
    2 index exch
    % string1 string2 string length1 string index
    4 index 1 index sget
    exch 3 index add exch sput
  } for
  % get rid of the old strings, leave the concatenated string on stack:
  pop exch pop exch pop
} def
 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
 % name:
 % dict−dup 
 % profile:
 % dict dict−copy dict
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 % 
 % description: since dcopy only makes a reference copy, we need this
 %  to get a full copy (a new dict)
 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
 /dict−copy {
  dup dmaxlength dict
  % dict dict
  1 index {
    % dict dict key value
    % a roll operator would be nice here..
    3 copy dput
    pop pop
  } dforall
  exch pop
 } def
 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
 % name:
 %  
 % profile:
 % string int insert−indentation −
 % 
 % description:
 % 
 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
/insert−indentation {
  0 exch 1 exch 1 sub {
    pop dup print
  } for
  pop
} def
% char int create−string string
% creates a string of size N: (*) 5 create−string −> (*****)
/create−string {
  0 string exch
  % char string int
  {
    1 index strcat
  } repeat
  exch pop
} def
 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
 % name:
 %  
 % profile:
 % level dict browse−dict−with−indentation −
 % description:
 % 
 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
/browse−dict−with−indentation {
  1 index ( ) exch insert−indentation (\( −− dict −−\n) print
  dup {
    % level dict key val
    exch 
    3 index 2 add ( ) exch insert−indentation 
    80 string cvs print  (: ) print % key
    dup type dicttype eq {
      (\n) print
      2 index 2 add exch browse−dict−with−indentation
    }{
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      dup type arraytype eq {
        (\n) print
        % indent a little extra (4) to separate array from ordinary values:
        2 index 4 add exch list−array−with−indentation
      }{
        dup type nametype eq {
          (/) print
          80 string cvs print (\n) print
        }{
          80 string cvs print (\n) print
        } ifelse
      } ifelse
    } ifelse
  } dforall
  1 index ( ) exch insert−indentation (\)) print
  1 index 0 ne {
    (\n) print
  } if
  pop pop
} def 
 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
 % name:
 %  
 % profile:
 % level array browse−array−with−indentation −
 % description:
 % 
 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
/browse−array−with−indentation {
  1 index ( ) exch insert−indentation 
  dup xcheck { ({\n) print } { ([\n) print } ifelse
    dup {
      % level array val
      dup type dicttype eq {
        2 index 2 add exch browse−dict−with−indentation
      }{
        dup type arraytype eq {
          2 index 2 add exch browse−array−with−indentation
        }{
          dup type nametype eq {
            2 index 2 add ( ) exch insert−indentation
            (/) print 80 string cvs print (\n) print
          }{
            2 index 2 add ( ) exch insert−indentation
            80 string cvs print (\n) print
          } ifelse
        } ifelse
      } ifelse
    } aforall
      1 index ( ) exch insert−indentation 
      dup xcheck { (}) print  } { (]) print } ifelse
  1 index 0 ne {
    (\n) print
  } if
  pop pop
} def
 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
 % name:
 %  
 % profile:
 % dict browse−dict −
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 % description:
 % 
 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
 % Browse trough a dictionary, print key and value
 /browse−dict−old {
  { 
    % key val
    % print key:
    (\() = exch =
    % check value:
    dup type dicttype eq {
      (\n) = browse−dict
    }{
      dup type arraytype eq {
        %( ) print browse−array
        ( ) print (\(Array\)\)\n) print
      }{
        dup type nametype eq {
          ( /) = = (\)\n) print
        }{
          ( ) = = (\)\n) print
        } ifelse
      } ifelse
    } ifelse
  } dforall
 } bind def
% level dict browse−dict−shortly −
 /browse−dict−shortly {
  % level dict
  { 
    (\n) print ( ) 3 index insert−indentation
    % level key val
    % print key:
    (\() = exch =
    % check value:
    dup type dicttype eq {
      % level val
      %(\n) = 
      1 index 2 add exch browse−dict−shortly (\)) print
    }{
      dup type arraytype eq {
        %( ) print browse−array
        ( ) print (\(Array\)\)) print pop
      }{
        dup type nametype eq {
          ( /) = = (\)) print
        }{
          ( ) = = (\)) print
        } ifelse
      } ifelse
    } ifelse
  } dforall
  pop
 } bind def
/browse−dict {
  3 exch browse−dict−shortly 
  (\n) print
} def
 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
 % name:
 %  
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 % profile:
 % 
 % description:
 % 
 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
 /browse−array {
  ([ ) print
    {
      dup type arraytype eq {
        browse−array
      }{
        dup type dicttype eq {
          browse−dict
        }{
          dup type nametype eq {
            (/) = = ( ) =
          }{          
            = ( ) print
          } ifelse
        } ifelse
      } ifelse
    } aforall
    ( ]) print
 } bind def
 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
 % name:
 %  
 % profile:
 % 
 % description:
 % 
 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
 /browse−array−flat {
  ([) print
    {
      dup type arraytype eq {
        ( ) = browse−array−flat
      }{
        dup type dicttype eq {
          pop ( Dict) =
        }{
          dup type nametype eq {
            ( /) = =
          }{          
            ( ) = 80 string cvs print
          } ifelse
        } ifelse
      } ifelse
    } aforall
    ( ]) print
 } bind def
 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
 % name:
 %  
 % profile:
 % level array list−array−with−indentation −
 % description:
 % 
 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
/list−array−with−indentation {
  dup  {
    % level array element
Page 9/17genutils.pf
    dup type arraytype eq {
      2 index 1 add exch list−array−with−indentation
    }{
      % level array element
      2 index ( ) exch insert−indentation
      % level array element
      = (\n) =
    } ifelse
  } aforall  
  pop pop
} def
 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
 % name:
 %  
 % profile:
 % array list−array −
 % description:
 % 
 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
/list−array {
  0 exch list−array−with−indentation
} def
 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
 % name:
 %  
 % profile:
 % 
 % description:
 % 
 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
 /print−any {
  dup type arraytype eq {
    browse−array
  }{
    dup type dicttype eq {
      browse−dict
    }{
      dup type nametype eq {
        (/) = = 
      }{
        =
      } ifelse
    } ifelse
  } ifelse
  (\n) =
 } def
 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
 % name:
 %  
 % profile:
 % any == −
 % description:
 % 
 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
/== {
  dup type arraytype eq {
    0 exch browse−array−with−indentation
  }{
    dup type dicttype eq {
      0 exch browse−dict−with−indentation
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    }{
      dup type nametype eq {
        (/) print 80 string cvs print
      }{
        80 string cvs print
      } ifelse
    } ifelse
  } ifelse
} def
 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
 % name:
 % log4 
 % profile:
 % real log4 real 
 % description:
 % utility function used by the mapping functions
 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
 /log4 {
    log 4 log div
 } def
 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
 % name:
 % print−stack 
 % profile:
 % any .. any int print−n−reverse any .. any
 % description:
 % prints n elements from stack (top element on top), including full 
 % and dicts (do not use this function directly, use print−stack instead)
 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
/print−n−reverse {
  true {
    1 exch 1 exch  {
      %(index: ) = = (\n) = 
      1 sub index == (\n) = 
    } for
  } if
} def
 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
 % name:
 % print−stack 
 % profile:
 % any .. any print−stack any .. any 
 % description:
 % prints stack (top element on top), including full browsing of arrays
 % and dicts
 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
/print−stack {
  count print−n−reverse
} def
 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
 % name:
 % stack−n 
 % profile:
 % int stack−n −
 % description:
 % prints (at most) n elements from stack
 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
/stack−n {
  dup count ge {
    pop
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    print−stack
  }{
    print−n−reverse
  } ifelse 
} def
 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
 % name:
 % =n 
 % profile:
 % any =n −
 % description:
 % prints the element, followed by a newline
 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
/=n {
  = (\n) = 
} bind def
 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
 % name:
 % ==n 
 % profile:
 % any =n −
 % description:
 % prints the element (with full dict/arraybrowsing), followed by a newline
 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
/==n {
  == (\n) =
} bind def
 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
 % name:
 % array−add
 % profile:
 % array1 element array−add array2 
 % description:
 % expand array1 by element
 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
% array1 element array−add array2 
/array−add {
  count 2 ge {
    1 index type arraytype eq {
      1 index alength 1 add array
      % array1 element array2
      0 1 4 index alength 1 sub {
        3 index 1 index aget
        2 index exch
        2 index exch aput
        pop
      } for
      % array1 element array2
      dup 3 index alength 3 index aput
      exch pop exch pop
    }{
      error−type−check errorhandler
    } ifelse
  }{
    error−stack−underflow errorhandler
  } ifelse
} def
 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
 % name:
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 % array−add−first
 % profile:
 % array1 element array−add array2 
 % description:
 % expand array1 by inserting element in first position 
 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
 % array1 element array−add−first array2 
/array−add−first {
  count 2 ge {
    1 index type arraytype eq {
      1 index alength 1 add array
      % array1 element array2
      1 1 4 index alength {
        3 index 1 index 1 sub aget
        2 index exch
        2 index exch aput
        pop
      } for
      % array1 element array2
      exch 1 index exch
      % array1 array2 array2 element
      0 exch aput 
      exch pop
    }{
      errorhandler
    } ifelse
  }{
    errorhandler
  } ifelse
} def
 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
 % name:
 % array−concat
 % profile:
 % array1 array2 a−concat array
 % description:
 % concatenate two arrays
 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
/array−concat {  
  dup null eq { pop 0 array } if exch
  dup null eq { pop 0 array } if exch
  dup alength 2 index alength add array
  % copy first array into newly created array:
  % array1 array2 array
  0 1 4 index alength 1 sub {
    % array1 array2 array index
    1 index exch
    4 index 1 index aget aput
  } for
  
  2 index alength
  % copy second array into new array:
  % array1 array2 array length1
  0 1 4 index alength 1 sub {
    2 index exch
    % array1 array2 array length1 array index
    4 index 1 index aget
    exch 3 index add exch aput
  } for
  % get rid of the old arrays, leave the concatenated array on stack:
  pop exch pop exch pop
} def
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 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
 % name:
 % array−flip
 % profile:
 % array flip−array array
 % description:
 % 
 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
/array−flip {
  0 array
  1 index {
    % array array element
    array−add−first
  } aforall
  exch pop
} def
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
% name:
% sub−array
% profile:
% array1 start n sub−array array
% description:
% returns n elements from index
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
/sub−array {
  % check if indices are within bounds:
  1 index 0 lt 
  3 index alength 3 index 3 index add lt or {
    % error
    pop pop pop
    null
  }{
    0 array exch 
    % array start new n 
    0 exch 1 exch 1 sub
    % array start new 0 1 n 
    {
      % array start new index
      2 index add
      % array start new copy−from
      3 index exch aget array−add
    } for
  } ifelse
  exch pop exch pop
} def
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
% name:
% remove−at
% profile:
% array position remove−at array
% description:
% remove element at position
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
/remove−at {
  % check bounds:
  dup 0 lt 2 index alength 1 sub 2 index lt or {
    pop
  }{
    % array position 
    % split the array:
    1 index 
    0 2 index sub−array
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    % array position left−array
    2 index
    % array position left−array array 
    2 index 1 add
    % array position left−array array from
    4 index alength 4 index sub 1 sub
    % array position left−array array from to
    sub−array
    % array position left−array right−array
    % join left and right
    array−concat
    exch pop exch pop
  } ifelse
} def
% array pos element array−add−after array
/array−add−at {
  % check bounds:
  1 index 0 lt {
    errorhandler
    % exch pop 0 exch
  } if
  1 index 3 index alength 1 sub gt {
    % we allow pos to be one "after" the last index in the array:
    1 index 3 index alength eq {
      exch pop array−add
    }{
      errorhandler
      % exch pop 1 index alength 1 sub exch
    } ifelse
  } {
    % array pos element
    2 index 0 3 index sub−array
    % array pos element left−sub
    exch array−add
    % array pos left
    2 index 2 index 
    % array pos left array start
    4 index alength 1 index sub sub−array
    % array pos left right−sub
    array−concat
    exch pop exch pop
  } ifelse
} def
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
% name: array−union
%  
% profile: array array array−union array
% 
% 
% description:
% 
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
/array−union {
  % array1 array2
  exch adup exch pop
  % array2 union
  exch {
    % union element
    1 index 1 index has−element {
      pop
    }{
      array−add
    } ifelse
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  } aforall
} def
% currently supports nesting of only arrays (no dicts within arrays)
% array array−to−string string
/array−to−string {
  0 string 
  % array string
  % 
  1 index xcheck {
    ({) strcat
  }{
    ([) strcat
    } ifelse
  1 index {
    % array string element
    exch ( ) strcat exch
    dup type arraytype eq {
      array−to−string strcat
    }{
      % array string element
      dup type stringtype eq {
        exch  (\() strcat exch
        strcat
        (\)) strcat
      }{
        dup type nametype eq {
          dup xcheck not {
            exch (/) strcat exch
          } if
        } if
        80 string cvs strcat
      } ifelse
    } ifelse
  } aforall
  1 index xcheck {
    ( }) strcat
  }{
    ( ]) strcat
  } ifelse
  exch pop
} def
% level dict
/serialize−dict {
  (begin\n)
    % level dict string
    1 index {
      exch
      % level dict string val key
      ( ) 5 index 2 add create−string (/) strcat 3 index exch strcat
      % level dict string val key string
      exch 80 string cvs strcat ( ) strcat exch
      % level dict string string val
      dup type stringtype eq {
        exch (\() strcat exch strcat (\)) strcat
      }{
        dup type nametype eq {
          exch (/) strcat exch 80 string cvs strcat
        }{
          dup type dicttype eq {
            % level dict string string val
            dup dmaxlength 5 string cvs ( dict dup ) strcat
            2 index exch strcat exch
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            % level dict string string string val
            5 index 2 add exch serialize−dict strcat 
            exch pop
          }{
            dup type arraytype eq {
              array−to−string strcat
            }{
              80 string cvs strcat
            } ifelse
          } ifelse
        } ifelse
      } ifelse
      % level dict string string
      exch pop
      ( def\n) strcat
    } dforall
    ( ) 3 index create−string strcat (end) strcat
    % level dict string
    exch pop exch pop
} def
/dict−to−string {
  dup dmaxlength 5 string cvs ( dict dup ) strcat exch
  0 exch serialize−dict
  strcat
} def
% takes a dict and returns an array: [ [ /key1 val1 ] .. [ /keyN valN ] ]
% dict dict−to−array array
/dict−to−array {
  0 array
  1 index {
    % dict array key value
    exch
    0 array exch array−add
    % dict array value subarray
    exch
    dup type dicttype eq {
      dict−to−array
      array−add
    }{
      array−add
    } ifelse
    array−add
  } dforall
  exch pop
} def
/a= { array−to−string print (\n) print } def
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/count−from−here {
  count
  /count−before exch def
} def
/to−here {
  currentdict /count−before known {
    (count was: ) = count−before =n
    (count is: ) = count =n
    (difference: ) = count count−before sub =n
    /count−before undef
  }{
    (count−here error: no previous count−from−here call made\n) =
  } ifelse
} def
% spec has−source bool
/has−source {
  (source) has−element
false {
  dup alength
  {
    dup 2 eq {
      pop 
      1 index 0 aget (source) eq
      exit
    } if
    dup 4 eq {
      pop
      dup dup 0 aget (source) eq 
      exch 2 aget (source) eq or
      exit
    } if
    % default: false
    false exit
  } loop
  exch pop
} if
} def
% spec has−sink bool
/has−sink {
  (sink) has−element
false {
  dup alength 
  {
    dup 2 eq {
      pop 
      1 index 0 aget (sink) eq
      exit
    } if
    dup 4 eq {  
      pop 
      dup dup 0 aget (sink) eq 
      exch 2 aget (sink) eq or
      exit
    } if
    % default: false
    false exit
  } loop
  exch pop
} if
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} def
/get−source {
  dup alength 
  {
    dup 2 eq {
      pop 
      dup 0 aget (source) eq {
        1 aget
      }{
        null
      } ifelse
      exit
    } if
    dup 4 eq {
      pop 
      dup 0 aget (source) eq {
        1 aget
      }{
        dup 2 aget (source) eq {
          3 aget
        }{
          null
        } ifelse
      } ifelse
      exit
    } if
    % default: null
    pop null exit
  } loop  
} def
/get−sink {
  dup alength 
  {
    dup 2 eq {
      pop 
      dup 0 aget (sink) eq {
        1 aget
      }{
        null
      } ifelse
      exit
    } if
    dup 4 eq {
      pop 
      dup 0 aget (sink) eq {
        1 aget
      }{
        dup 2 aget (sink) eq {
          3 aget
        }{
          null
        } ifelse
      } ifelse
      exit
    } if
    % default: null
    pop null exit
  } loop
} def
% flow get−constraint constraint
/get−constraint {
  dup alength 1 sub aget
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} def
% source/sink name get−mime−entry mime−entry
/get−mime−entry {
  null
  0 1 4 index alength 3 sub {
    % flow name null index
    3 index exch aget 
    % flow name null mime−entry
    dup 0 aget 
    % flow name null mime−entry name2
    3 index eq {
      exch pop
      exit
    }{
      pop
    } ifelse
  } for
  exch pop exch pop
} def
% parameter−list name get−parameter−entry parameter−entry
/get−parameter−entry {
  %(param−list: ) = 1 index == ( name: ) = dup ==n
  null
  % list name entry
  2 index {
    % list name null entry
    dup 0 aget 3 index eq {
      exch pop
    }{
      pop
    } ifelse
  } aforall
  % list name entry
  exch pop exch pop
} def
% flow get−mime−entry−list list
/get−mime−entry−list {
  0 array
  % flow array
  1 index {
    dup type arraytype eq {
      0 aget array−add
    }{
      pop
    } ifelse
  } aforall
  exch pop
} def
% entry value value−included−in−entry bool
/value−included−in−entry {
  1 index 0 aget /set eq {
    % if the set contains the value, it is included.
    has−element
  }{
    % if the entry is a range, see if it includes the value
    % entry value
    exch
    % value entry
    dup 0 aget exch 1 aget
    % value low high
    2 index ge exch 2 index le and
Page 3/9intersector.pf
    exch pop
  } ifelse
} def
% range range get−range−intersection range
/get−range−intersection {
  1 index 1 aget 1 index 0 aget lt {
    % the ranges don’t intersect
    pop pop null
  }{
    % range1 range2 
    [ 
      2 index 0 aget 2 index 0 aget max
      3 index 1 aget 3 index 1 aget min
    ]
    exch pop exch pop
    } ifelse
} def
% entry1 entry2 value−entry−compatability entry3
% value entries have one of the following formats:
% 1) sets: [ /set value1 value2 ... valueN ]
% 2) ranges: [ low high ]
/value−entry−compatability {
  %(entry1: ) = 1 index a= ( entry2: ) = dup a=  
  null
  % entry1 entry2 null
  % are both entries ranges?
  2 index 0 aget /set ne 
  2 index 0 aget /set ne and {
    % two ranges.
    pop
    1 index 1 index get−range−intersection
  }{
    % at least one of the entries is a set, and
    % we want it to be the second element on the stack:
    % entry1 entry2 null
    1 index 0 aget /set eq { pop exch null } if
    % if at least one of the entries is a set, then the resulting
    % intersection will also be a set.
    % entry1 entry2 null
    1 1 4 index alength 1 sub {
      % entry1 entry2 new−entry index
      3 index exch aget dup
      % entry1 entry2 new−entry value1 value1
      3 index exch
      % entry1 entry2 new−entry value1 entry2 value1
      value−included−in−entry {
        % entry1 entry2 new−entry value1
        1 index null eq {
          % create the array...
          0 array
          /set array−add
          exch array−add
          % replace the old array
          exch pop
        }{
          % just add the element to the set
          array−add
        } ifelse
      }{
        pop
      } ifelse
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    } for
    
  } ifelse
  exch pop exch pop
} def
% entry entry parameter−entry−compatability entry
% parameter entries have the format: [ (name) [values] ]
/parameter−entry−compatibility {
  null
  % entry entry null
  % do they have the same name?
  2 index 0 aget 2 index 0 aget eq {
    % do they have any compatible values?
    2 index 1 aget 2 index 1 aget 
    % entry entry null value value
    value−entry−compatability dup null ne {
      % entry entry null value
      exch pop
      % entry entry value
      0 array
      % add the name:
      2 index 0 aget array−add
      % entry entry value new−entry
      exch array−add
    }{
      pop
    } ifelse
  } if
  exch pop exch pop
} def
% list1 list2 parameter−list−compatability list3
% parameter lists have the format: [ [parameter−entry] ... [parameter−entry] ]
/parameter−list−compatability {  
  null
  %(list1:) = 2 index a= quit
  % list1 list2 new−list
  2 index alength 2 index alength eq {
    0 1 4 index alength 1 sub {
      % list1 list2 new−list index
      % get parameter entry from list1, check it 
      % against the corresponding parameter from list2
      3 index exch aget dup 0 aget
      % list1 list2 new−list entry1 name1
      3 index exch get−parameter−entry dup null eq {
        pop pop
      }{
        % list1 list2 new−list entry1 entry2
        parameter−entry−compatibility dup null eq {
          % all parameters must be compatible, not just some.
          pop pop null exit
        }{
          1 index null eq {
            exch pop
            0 array
            exch
          } if
          % list1 list2 new−list entry
          %(adding entry: ) = dup a= (\n) = 
          array−add
        } ifelse
      } ifelse
    } for
  } if
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  % list1 list2 new−list
  exch pop exch pop
} def
% entry1 entry2 mime−entry−compatability entry3
% mime−entries have the format: [ (mime−type) [parameter−list] ]
/mime−entry−compatability {
  0 array
  % entry1 entry2 new−entry
  2 index 0 aget 2 index 0 aget eq {
    % do the parameter lists:
    2 index 1 aget 2 index 1 aget 
    parameter−list−compatability dup null eq {
      pop
    }{
      % entry1 entry2 new−entry paramlist
      % put the name (mime−identifier) in the new entry:
      1 index 3 index 0 aget array−add
      % entry1 entry2 new−entry paramlist new−entry
      % put the common parameter list in the new entry:
      exch 
      array−add
      exch pop
    } ifelse
  } if
  exch pop exch pop
} def
% remove the mime−entries not supported by both constraints
% constraint1 constraint2 constraint−compatability combined−constraint
/constraint−compatability {
  % normalize both constraints:
  1 index normalize−disjunctive parenthesize−expression flatten−expression 
  remove−operators
  1 index normalize−disjunctive parenthesize−expression flatten−expression 
  remove−operators
  % constraint1 constraint2 normalized1 normalized2
  set−intersection 
  exch pop exch pop
} def
% constraint list match−constraint−against−list constraint
/match−constraint−against−list {
  0 array
  % constraint list new−constraint
  2 index {
    dup type arraytype eq {
      % constraint list new−constraint constr−elem
      dup 3 index is−subset {
        array−add
      }{
        pop
      } ifelse
    }{
      % constraint list new−constraint constr−elem
      dup 3 index exch has−element {
        array−add
      }{
        pop
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      } ifelse
    } ifelse
  } aforall
  exch pop exch pop
} def
% source sink source−sink−compatability combined
% a source/sink has the format: [ [mime−entry] .. [mime−entry] (constraint) [] ]
/flow−compatability {
  0 array
  % source sink combined
  0 1 4 index alength 3 sub {
    3 index exch aget
    % source sink combined mime−entry
    dup 0 aget 3 index exch get−mime−entry dup null eq {
      pop pop
    }{
      % source sink combined mime−entry mime−entry2
      mime−entry−compatability dup alength 0 eq {
        pop 
      }{
        % source sink combined common−mime−entry
        array−add
      } ifelse
    } ifelse
  } for
  % source sink combined
  % handle the constraint here:
  2 index get−constraint 2 index get−constraint constraint−compatability 
  % source sink combined constraint
  1 index get−mime−entry−list match−constraint−against−list 
  % source sink combined constraint
  
  dup alength 0 eq {
    % source sink combined constraint
    pop pop 0 array
    exch pop exch pop
  }{
    0 array (constraint) array−add
    exch array−add
    array−add 
    exch pop exch pop
  } ifelse
} def
% spec1 spec2 compatability common
/application−compatability {
  0 array
  % spec1 spec2 new−spec1
  2 index 2 index type arraytype eq exch type arraytype eq and {
    % first, spec1.source <−> spec2.sink
    % check if spec1 has source and spec2 has sink
    2 index has−source 2 index has−sink and {
      2 index get−source 2 index get−sink
      flow−compatability dup alength 0 eq {
        pop
      }{
        % spec1 spec2 new−spec1 new−source
        1 index (source) array−add
        exch array−add 
        % get rid of the empty array
        exch pop
        % spec1 spec2 new−spec1
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      } ifelse
    } if
    % second, spec1.sink, spec2.source
    % spec1 spec2 new−spec1
    2 index has−sink 2 index has−source and {
      2 index get−sink 2 index get−source
      flow−compatability dup alength 0 eq {
        pop
      }{
        % spec1 spec2 new−spec1 new−sink
        1 index (sink) array−add
        exch array−add
        exch pop
      } ifelse
    } if
  } if
  % get rid of the source and sink specs,
  % leave the common spec
  exch pop exch pop
} def
/test−end−point
[
  (source) [
    [ (video/nv) [
        [ (samplerate) [ 0 30 ] ]
        [ (framesize) [ /set [ 176 144 ] [ 352 288 ] [ 704 576 ] ] ]
        [ (qscale) [ 0 10 ] ] 
      ]
    ]
    [ (video/jpeg) [
        [ (samplerate) [ 0 30 ] ]
        [ (framesize) [ /set [ 176 144 ] [ 352 288 ] [ 704 576 ] ] ]
        [ (qscale) [ 5 85 ] ] 
      ]
    ]
    [ (video/h261) [
        [ (samplerate) [ 0 30 ] ]
        [ (framesize) [ /set [ 176 144 ] [ 352 288 ] ] ]
        [ (qscale) [ 1 30 ] ] 
      ]
    ]
    (constraint) [ (video/nv) /and (video/jpeg) /or (video/h261) ]
  ]
  (sink) [
    [ (video/nv) [
        [ (samplerate) [ 0 30 ] ]
        [ (framesize) [ /set [ 176 144 ] [ 352 288 ] [ 704 576 ] ] ]
        [ (qscale) [ 0 10 ] ] 
      ]
    ]
    [ (video/jpeg) [
        [ (samplerate) [ 0 30 ] ]
        [ (framesize) [ /set [ 176 144 ] [ 352 288 ] [ 704 576 ] ] ]
        [ (qscale) [ 5 85 ] ] 
      ]
    ]
    [ (video/h261) [
        [ (samplerate) [ 0 30 ] ]
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        [ (framesize) [ /set [ 176 144 ] [ 352 288 ] ] ]
        [ (qscale) [ 1 30 ] ] 
      ]
    ]
    (constraint) [ (video/nv) /or (video/jpeg) /or (video/h261) ]
  ]
] def
/test−end−point2
[
  (source) [
    [ (video/mpeg) [
        [ (samplerate) [ 0 30 ] ]
        [ (framesize) [ /set [ 176 144 ] [ 352 288 ] [ 704 576 ] ] ]
        [ (qscale) [ 5 85 ] ] 
      ]
    ]
    [ (video/h261) [
        [ (samplerate) [ 0 10 ] ]
        [ (framesize) [ /set [ 176 144 ] [ 352 288 ] ] ]
        [ (qscale) [ 1 25 ] ] 
      ]
    ]
    (constraint) [ (video/nv) /or (video/jpeg) /or (video/h261) ]
  ]
  (sink) [
    [ (video/nv) [
        [ (samplerate) [ 0 25 ] ]
        [ (framesize) [ /set [ 176 144 ] [ 352 288 ] [ 704 576 ] ] ]
        [ (qscale) [ 0 10 ] ] 
      ]
    ]
    [ (video/h261) [
        [ (samplerate) [ 0 30 ] ]
        [ (framesize) [ /set [ 176 144 ] [ 352 288 ] ] ]
        [ (qscale) [ 1 30 ] ] 
      ]
    ]
    (constraint) [ (video/nv) /or [ (video/jpeg) /and (video/h261) ] ]
  ]
] def
%test−end−point test−end−point2 application−compatability list−array kill
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%husk: fikse mer troverdige mapping−funksjoner...
% dummy implementation of the media kb
/media−db 30 dict dup begin
  % 1 entry per mime−type
  /video/nvdct 5 dict dup begin
    /parameters [
      [ /samplerate [
          [ /type realtype ] 
          [ /description (..) ] 
          [ /quality−compare
            { 
              % takes two values as input, returns 1 if the first
              % is the better quality, 2 if the second value is better,
              % 0 if they are equal
              cvi exch cvi exch 
              1 index 1 index eq {
                pop pop 0 
              }{ 
                gt { 1 } { 2 } ifelse 
              } ifelse 
            }
          ] ] ]
      [ /framesize [
          [ /type integertype ] 
          [ /composition 2 ] 
          [ /description (..) ]
          [ /quality−compare 
            { 
              dup 0 aget cvi exch 1 aget cvi mul exch
              dup 0 aget cvi exch 1 aget cvi mul exch
              1 index 1 index eq {
                pop pop 0 
              }{ 
                gt { 1 } { 2 } ifelse 
              } ifelse 
            }
          ] ] ]
      [ /qscale [
          [ /type realtype ] 
          [ /description (..) ] 
          [ /quality−compare
            {
              1 index 1 index eq {
                pop pop 0 
              }{ 
                lt { 1 } { 2 } ifelse 
                %lt { 2 } { 1 } ifelse
              } ifelse 
            }
        ] ] ]
    ] def
    /bandwidth {
      % params
      dup /qscale sacp−parse−message  cvr exch
      dup /samplerate sacp−parse−message cvr exch
      /framesize sacp−parse−message dup 0 aget exch 1 aget mul cvr
      % qscale samplerate framesize
      1 3.1 div
      % qscale samplerate framesize number
      1 index 640 480 mul div log4 pow
      % qscale samplerate framesize number
      0.151 9.707 5 index div add  4.314 5 index dup mul div sub mul
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      % qscale samplerate framesize number
      2 index 30 div 700000 mul mul 200000 add % adjustments made here...
      3 { exch pop } repeat
    } def
  end def
  /video/jpeg 5 dict dup begin
    /parameters [
      [ /samplerate [
          [ /type realtype ] 
          [ /description (..) ] 
          [ /quality−compare
            { 
              cvi exch cvi exch 
              1 index 1 index eq {
                pop pop 0 
              }{ 
                gt { 1 } { 2 } ifelse 
              } ifelse 
            }
          ] ] ]
      [ /framesize [
          [ /type integertype ] 
          [ /composition 2 ] 
          [ /description (..) ]
          [ /quality−compare 
            { 
              dup 0 aget cvi exch 1 aget cvi mul exch
              dup 0 aget cvi exch 1 aget cvi mul exch
              1 index 1 index eq {
                pop pop 0 
              }{ 
                gt { 1 } { 2 } ifelse 
              } ifelse 
            }
          ] ] ]
      [ /qscale [
          [ /type realtype ] 
          [ /description (..) ] 
          [ /quality−compare
            {
              1 index 1 index eq {
                pop pop 0 
              }{ 
                lt { 1 } { 2 } ifelse 
                %gt { 1 } { 2 } ifelse 
              } ifelse 
            }
        ] ] ]
    ] def
    /bandwidth {
      % params
      dup /qscale sacp−parse−message  exch
      dup /samplerate sacp−parse−message exch
      /framesize sacp−parse−message dup 0 aget exch 1 aget mul
      % qscale samplerate framesize
      1 3.1 div 
      % qscale samplerate framesize number
      1 index 640 480 mul div log4 pow
      % qscale samplerate framesize number
      0.151 9.707 5 index div add  4.314 5 index dup mul div sub mul
      % qscale samplerate framesize number
      2 index 30 div 14373000 mul mul 300000 add % −− adjusted somewhat
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      3 { exch pop } repeat
    } def
  end def
  
  /video/h261 5 dict dup begin
    /parameters [
      [ /samplerate [
          [ /type realtype ] 
          [ /description (..) ] 
          [ /quality−compare
            { 
              cvi exch cvi exch 
              1 index 1 index eq {
                pop pop 0 
              }{ 
                gt { 1 } { 2 } ifelse 
              } ifelse 
            }
          ] ] ]
      [ /framesize [
          [ /type integertype ] 
          [ /composition 2 ] 
          [ /description (..) ]
          [ /quality−compare 
            { 
              dup 0 aget cvi exch 1 aget cvi mul exch
              dup 0 aget cvi exch 1 aget cvi mul exch
              1 index 1 index eq {
                pop pop 0 
              }{ 
                gt { 1 } { 2 } ifelse 
              } ifelse 
            }
          ] ] ]
      [ /qscale [
          [ /type realtype ] 
          [ /description (..) ] 
          [ /quality−compare
            {
              1 index 1 index eq {
                pop pop 0 
              }{ 
                lt { 1 } { 2 } ifelse 
              } ifelse 
            }
          ] ] ]
    ] def
    /bandwidth {
      % params
      dup /qscale sacp−parse−message exch
      dup /samplerate sacp−parse−message exch
      /framesize sacp−parse−message dup 0 aget exch 1 aget mul
      % qscale samplerate framesize
      1 3.1 div 
      % qscale samplerate framesize number
      1 index 640 480 mul div log4 pow
      % qscale samplerate framesize number
      0.151 9.707 5 index div add  4.314 5 index dup mul div sub mul
      % qscale samplerate framesize number
      2 index 30 div 250000 mul mul % −− some adjustments made
      3 { exch pop } repeat
    } def
  end def
end def
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% mime−type query−media−db media−object
/query−media−db {
  cvn
  media−db 1 index known {
    media−db exch dget
  }{
    null exch pop
  } ifelse
} def
false {
(sacp−utils.pf) run
Event begin % skal bort
/bandwMB {
    bandw 1000000 div
} def
/bandwKb {
    bandw 1000 div
} def
/v−type /video/h261 def
/bandw v−type query−media−db /bandwidth dget def
[ [ (qscale) 30 ] [ (framesize) [ 352 288 ] ] [ (samplerate) 25 ] ] bandwKb ==n
kill
[ [ (qscale) 30 ] [ (framesize) [ 704 576 ] ] [ (samplerate) 1 ] ] bandwMB ==n 
(\n) = 
/v−type /video/jpeg def
/bandw v−type query−media−db /bandwidth dget def
[ [ (qscale) 5 ] [ (framesize) [ 704 576 ] ] [ (samplerate) 30 ] ] bandwMB ==n
[ [ (qscale) 95 ] [ (framesize) [ 176 144 ] ] [ (samplerate) 1 ] ] bandwMB ==n
(\n) = 
/v−type /video/nv def
/bandw v−type query−media−db /bandwidth dget def
[ [ (qscale) 1 ] [ (framesize) [ 704 576 ] ] [ (samplerate) 30 ] ] bandwMB ==n
[ [ (qscale) 10 ] [ (framesize) [ 176 144 ] ] [ (samplerate) 1 ] ] bandwMB ==n
(\n) = 
kill
[ [ /samplerate 30 ] [ /framesize [ 640 480 ] ] [ /qscale 40 ] ] bandwMB ==n
[ [ /samplerate 3 ] [ /framesize [ 160 120 ] ] [ /qscale 40 ] ] bandwMB ==n
[ [ /samplerate 30 ] [ /framesize [ 352 288 ] ] [ /qscale 1 ] ] bandwMB ==n
[ [ /samplerate 1 ] [ /framesize [ 176 144 ] ] [ /qscale 1 ] ] bandwMB ==n
 
end
kill
} if
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% opcodes
/opc−error                          150 def
/opc−connect                        997 def
/opc−disconnect                     998 def
/opc−client−initiate                120 def
/opc−set−configuration              121 def
/opc−set−parameters                 122 def
/opc−toggle−transmit                123 def
/opc−shutdown                       124 def
/opc−sa−initiate                    130 def
/opc−sa−request−timeout             131 def
/opc−sa−intersection                132 def
/opc−sa−configuration               133 def
/opc−sa−ready                       134 def
/opc−sa−adapt                       135 def
/opc−sa−user−message                136 def
/opc−sa−user−renegotiate            137 def
/opc−sa−config−update               138 def
/opc−sa−client−disconnected         139 def
/opc−user−agent−attach              140 def
/opc−ua−user−negotiate              141 def
/opc−ua−admission−test              142 def
/opc−ua−admission−reply             143 def
/opc−ua−configuration               144 def
/opc−ua−user−message                145 def
/opc−ua−config−update               146 def
/opc−ua−user−renegotiate            147 def
/opc−ua−app−disconnected            148 def
% opcode opcode−as−string string
 /opcode−as−string {
  {
    dup opc−error      eq  { pop (error)           exit } if
    dup opc−connect    eq  { pop (opc−connect)     exit } if
    dup opc−disconnect eq  { pop (opc−disconnect)  exit } if
    dup opc−client−initiate eq  { pop (opc−client−initiate) exit } if
    dup opc−set−configuration  eq  { pop (opc−set−configuration)    exit } if
    dup opc−set−parameters eq  { pop (opc−set−parameters)     exit } if
    dup opc−toggle−transmit     eq  { pop (opc−toggle−transmit)     exit } if
    dup opc−shutdown eq  { pop (opc−shutdown) exit } if
    dup opc−sa−initiate   eq  { pop (opc−sa−initiate)   exit } if
    dup opc−sa−request−timeout eq { pop (opc−sa−request−timeout) exit } if
    dup opc−sa−intersection eq { pop (opc−sa−intersection) exit } if
    dup opc−sa−configuration eq { pop (opc−sa−configuration) exit } if
    dup opc−sa−ready eq  { pop (opc−sa−ready) exit } if
    dup opc−sa−adapt eq { pop (opc−sa−adapt) exit } if
    dup opc−sa−user−message eq { pop (opc−sa−user−message) exit } if
    dup opc−sa−user−renegotiate eq { pop (opc−sa−user−renegotiate) exit } if
    dup opc−sa−config−update eq { pop (opc−sa−config−update) } if
    dup opc−sa−client−disconnected eq { pop (opc−sa−client−disconnected) exit } 
if
    dup opc−user−agent−attach eq { pop (opc−user−agent−attach) exit } if
    dup opc−ua−user−negotiate eq { pop (opc−ua−user−negotiate) exit } if
    dup opc−ua−admission−test eq { pop (opc−ua−admission−test) exit } if
    dup opc−ua−admission−reply eq { pop (opc−ua−admission−reply) exit } if
    dup opc−ua−configuration eq { pop (opc−ua−configuration) exit } if
    dup opc−ua−user−message eq { pop (opc−ua−user−message) exit } if
    dup opc−ua−config−update eq { pop (opc−ua−config−update) exit } if
    dup opc−ua−user−renegotiate eq { pop (opc−ua−user−renegotiate) exit } if
    dup opc−ua−app−disconnected eq { pop (opc−ua−app−disconnected) exit } if
    pop (unknown opcode) exit
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  } loop
 } def
% message opcode app−id
/sacp−message { 
  dup type stringtype ne {
    dup type nametype eq {
      80 string cvs
    }{
      error−type−check errorhandler
    } ifelse
  } if
  (sacp−message to: ) = dup == (, opcode: ) = 1 index == 
  ( \() = 1 index opcode−as−string == (\)) ==
  SendToApplication 
(, result: ) = ==n 
%  (remember to check return code of SendToApplication, catch exceptions\n) prin
t
} def
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% dummy file−interface to the reservation agent
% name query−sys−param −−>
% [ [ (total) level ] [ (available) level ] (...?) ]
/query−sys−param {
  % name
  {
    dup (bandwidth) eq {
      [ [ (total) 871623434 ] [ (available) 7263462 ] ]
      exch pop exit
    } if
    pop null exit
  } loop
} def
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Event begin
  % the environment in which the adaptation function executes
  % this dict is copied to the clients/app−id dict 
  % (exists at the _source_ application object, remote from the receiving user)
  /adaptation−envir 20 dict dup begin
    /this−app−id null def % filled in at copy/creation time
    /adaptation−function null def
    
    % utility functions available for clients:
    % configuration configuration−copy copy
    /configuration−copy {
      array−copy
    } def
    /get−current−configuration {
      Event begin
        clients this−app−id known {
          clients this−app−id dget 
          dup /configuration known {
            /configuration dget
          }{
            pop
            (error: get−current−config failed for ) = this−app−id ==n
            null
          } ifelse
        }{
          (error: get−current−config failed for ) = this−app−id ==n
          null
        } ifelse
      end 
    } def
    /get−intersection {
      Event begin
        clients this−app−id known {
          clients this−app−id dget
          /intersected−capabilities dget
        }{
          (error: get−intersection failed for ) = this−app−id ==n
          null
        } ifelse
      end
    } def
    /get−source−intersection {
      Event begin
        clients this−app−id known {
          clients this−app−id dget
          /intersected−capabilities dget
          get−source
        }{
          (error: get−source−intersection failed for ) = this−app−id ==n
          null
        } ifelse
      end
    } def
    /find−necessary−media−objects {
     Event begin
        clients this−app−id known {
          clients this−app−id dget
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          dup /intersected−capabilities known {
            /intersected−capabilities dget
            get−media−objects
          }{
            (error: get−media−objects failed for ) = this−app−id ==n
            null
          } ifelse
        }{
          (error: get−media−objects failed for ) = this−app−id ==n
          null
        } ifelse
      end
    } def
    % various wrapper−functions for protocol messages:
    % config set−configuration −
    /set−configuration {
      dup
      0 array /configuration array−add exch array−add 
      0 array exch array−add
      array−to−string
      Event begin
        opc−set−configuration this−app−id sacp−message
      end
      Event begin
        clients this−app−id dget 
        exch /configuration exch dput
      end 
    } def
    /set−parameters {
      (set−parameters: not implemented ) =n
    } def
    % reason renegotiate −
    /renegotiate {
      % remember to toggle transmission before renegotiating
      Event begin
        clients this−app−id known {
          clients this−app−id dget
          dup /remote−host dget
          exch /peer dget
          % reason r−host r−app
          0 array /r−app−id array−add exch array−add
          0 array exch array−add
          % reason r−host params
          0 array /reason array−add 3 index array−add
          array−add array−to−string
          % reason r−host message
          exch opc−sa−user−renegotiate exch sacp−message
          pop
        }{
          pop
        } ifelse
      end 
    } def
    % message user−message −
    /user−message { 
      Event begin
        clients this−app−id known {
          clients this−app−id dget dup /remote−host dget exch /peer dget
          % message r−host r−app
          0 array 
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          0 array /r−app−id array−add 2 index array−add array−add
          0 array /message array−add 4 index array−add array−add 
          array−to−string
          % message r−host r−app msg
          opc−sa−user−message 3 index sacp−message
          3 { pop } repeat
        }{
          pop
        } ifelse
      end
    } def
    
  end def
  
end
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Event begin
  /test−user−neg−msg {
      % profile: app−id app−name intersection sys−params mappings user−negotiate
−msg −
      (bare test: gir en opc−ua−user−negotiate til UA\n) =n
      (vic912346) 
      (vic)
      [
        (sink) [
          [ (video/jpeg) [
              [ (samplerate) [ 0 30 ] ]
              [ (framesize) [ /set [ 176 144 ] [ 352 288 ] [ 704 576 ] ] ]
              [ (qscale) [ 0 10 ] ] 
            ]
          ]
          
          [ (video/nv) [
              [ (samplerate) [ 0 30 ] ]
              [ (framesize) [ /set [ 176 144 ] [ 352 288 ] [ 704 576 ] ] ]
              [ (qscale) [ 5 85 ] ] 
            ]
          ]
          
          [ (video/h261) [
              [ (samplerate) [ 0 30 ] ]
              [ (framesize) [ /set [ 176 144 ] [ 352 288 ] ] ]
              [ (qscale) [ 1 30 ] ] 
            ]
          ]
          (constraint) [ [ (video/nv) (video/jpeg) ] (video/h261) ]
        ]
      ]
      current−sys−params
      1 index get−media−objects 
      user−negotiate−msg
  } def
  
  /example {
    % examples:
    ( [ \(hei\) ] ) 130 (sacp) sacp−message ==n 
    (tyrfing.ifi.uio.no) (1360) (kokos) AddPortmapEntry ==n
    (kokos) QueryPortmapEntry ==n ==n ==n (+++) =n
    (\(hei, kaka\n\) print) 123 (kokos) sacp−message ==n
    ( ) 998 (kokos)sacp−message
  } def
  % current−bw allowed−bw action create−adaptation−params array
  /create−adaptation−params {
    % current−bw allowed−bw action
    0 array /action array−add 1 index array−add
    0 array /allowed array−add 3 index array−add
    0 array /current array−add 5 index array−add
    0 array exch array−add exch array−add exch array−add
    0 array /bandwidth array−add exch array−add
    0 array exch array−add
    0 array /sys−params array−add exch array−add
    0 array exch array−add
    3 { exch pop } repeat
  } def
  % app−id allowed−bw adaptation−msg −
  /adaptation−msg {
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    clients 2 index known {
      clients 2 index dget 
      % app−id allowed−bw app−obj
      dup /runtime−envir dget null ne 1 index /configuration dget null ne and {
        dup /runtime−envir dget
        dup /adaptation−function dget
        2 index /configuration dget 
        
        % app−id allowed−bw app−obj envir adapt−fn config
        3 index /intersected−capabilities dget get−needed−mappings
        1 index compute−config−bandwidth
        
        % app−id allowed−bw app−obj envir adapt−fn config curr−bw
        5 index
        % app−id allowed−bw app−obj envir adapt−fn config curr−bw allowed−bw
        1 index 1 index gt { (reduce) } { (increase) } ifelse
        % app−id allowed−bw app−obj envir adapt−fn config curr−bw allowed−bw act
ion
        create−adaptation−params
        % app−id allowed−bw app−obj envir adapt−fn config params
        3 index begin % −− enter the adaptation environment
          2 index exec % −− invoke the adaptation function
        end
        % app−id allowed−bw app−obj envir adapt−fn config
        6 { pop } repeat
      }{
        3 { pop } repeat
      } ifelse
    }{
      2 { pop } repeat
    } ifelse
  } def
  % app−id create−runtime−envir dict
  /create−runtime−envir {
    40 dict
    % app−id dict
    dup /__PARENT__ [ adaptation−envir ] dput
    exch 1 index exch /this−app−id exch dput
  } def
  
  % port lookup−remote−request−by−port peer−name
  /lookup−remote−request−by−port {
    null
    % port null
    remote−requests {
      % port null key client
      /port dget 3 index equal {
        exch pop exit
      }{
        pop
      } ifelse
    } dforall
    exch pop
  } def
  
  % peer−name lookup−client−by−peer
  /lookup−client−by−peer {
    null
    % peer−name null
    clients {
      % peer−name null client−name client
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      dup /peer dget null ne {
        /peer dget 3 index equal {
          exch pop exit
        }{
          pop
        } ifelse
      }{
        pop pop
      } ifelse
    } dforall
    exch pop
  } def
  
  % sacp messages have the format:
  % [ [ /key1 val1 ] [ /key2 val2 ] ... ]
  % this function parses the message (array) and
  % returns the value (or null) for a given key
  % array key sacp−parse−message value
  /sacp−parse−message {
    1 index type arraytype eq {
      null
      % array key null
      2 index {
        % array key null element
        dup 0 aget 3 index eq {
          1 aget exch pop
          exit
        }{
          pop
        } ifelse
      } aforall
      dup null eq {
        % array key null
        exch dup type nametype eq {
          80 string cvs
        }{
          cvn
        } ifelse
        exch
        2 index {
          % array key null element
          dup 0 aget 3 index eq {
            1 aget exch pop
            exit
          }{
            pop
          } ifelse
        } aforall
      } if
      exch pop exch pop
    }{
      % wasn’t an array
      pop pop null
    } ifelse
  } def
  
  % app−name client−object transmit−sa−initiate−message −
  % r−host app−name port spec transmit−sa−initiate−message −
  /transmit−sa−initiate−message {
    exch 
    % client−object app−name
    1 index /remote−host dget exch
    %  client−object r−host app−name
    2 index /port dget
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    3 index /capabilities dget
    % client−object r−host app−name port spec
    
    (sa−initiate on behalf of ) = 2 index == ( to ) = 3 index ==n
    
    % packets look like this:
    % [ [ /l−app−id app−name ] [ /l−contact−port x ] [ /l−spec [] ] ]
    ([ )
    ([ /l−app−id \() strcat 3 index 50 string cvs  strcat (\) ] ) strcat
    % r−host app−name port spec string
    ([ /l−contact−port ) strcat 2 index 10 string cvs strcat ( ] ) strcat
    ([ /l−spec ) strcat 1 index  array−to−string strcat ( ] ) strcat
    ( ]) strcat
    % client−object r−host app−name port spec string
    exch pop exch pop exch pop
    % client−object r−host string
    exch opc−sa−initiate exch
    % client−object string opc r−host 
    sacp−message
    pop
  } def
  
  
  
  % l−app−obj l−app−id r−app−id intersection transmit−sa−intersection−message −
  /transmit−sa−intersection−message {
    % l−app−obj l−app−id r−app−id intersection
    (transmit−sa−intersection for local app ) = 2 index ==n
    % packets look like this:
    % [ [ /l−app−id (app−name) ] [ /r−app−id (app−name) ] [ /intersection [] ] ]
        
    ([ )
    ([ /l−app−id \() strcat 3 index 50 string cvs strcat (\) ] ) strcat
    ([ /r−app−id \() strcat 2 index 50 string cvs strcat (\) ] ) strcat
    ([ /intersection ) strcat 1 index array−to−string strcat ( ] ) strcat
    ( ]) strcat
    % l−app−obj l−app−id r−app−id intersection message
    %clients 4 index cvn dget /remote−host dget
    4 index /remote−host dget
    % l−app−obj l−app−id r−app−id intersection message r−host
    opc−sa−intersection exch sacp−message
    pop pop pop pop
  } def
  % app−name peer−name intersect−and−respond −
  /intersect−and−respond {
    %  husk: se service−agent, skal _ikke_ lagre capabilities til /peer her.
    %  trenger bare application−id, port. host lagres som remote−host i lokale k
lienten.
    
    %  hele pointet med å kjøre compatability to ganger er at hver agent skal ku
nne se 
    % specen fra sin side. adapteringsfunksjonen til motparten skal kjøres på lo
kal 
    % klients source−configuration, og skal være avgrenset/beskranket av lokal k
lients 
    % source−capability (dvs, source−delen av intersected−capabilities). vi gir 
    % derfor kun over intersection, og lagrer den ikke (det har vi jo lokal 
    % capabilities til).
    
    % app−name peer−name
    clients 2 index dget remote−requests 2 index dget /capabilities dget
    % app−name peer−name app−obj peer−spec
    % −−check compatability for app−obj and store it
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    1 index /capabilities dget 1 index application−compatability
    % app−name peer−name app−obj peer−spec common
    2 index exch /intersected−capabilities exch dput
    % app−name peer−name app−obj peer−spec
    % −−check compatability/intersection the other way around, transmit response
    3 index exch 3 index exch
    % app−name peer−name app−obj app−name peer−name peer−spec
    3 index /capabilities dget application−compatability 
    transmit−sa−intersection−message
    % app−name peer−name 
    pop pop
  } def
  % l−app−obj app−id source−cf adapt−fn pref−fn transmit−sa−configuration−messag
e −
  /transmit−sa−configuration−message {
    % package to transmit:
    % [ [ /r−app−id app−name ] 
    % [ /r−source [] ] 
    % [ /l−adapt−func [] ] 
    % [ /l−preference−func [] ] ]
    0 array
    % l−app−obj app−id source−config adapt−fn pref−fn array
    0 array /r−app−id array−add 5 index array−add array−add
    0 array /r−source array−add 4 index array−add array−add
    0 array /l−adapt−func array−add 3 index array−add array−add
    0 array /l−preference−func array−add 2 index array−add array−add
    array−to−string
    opc−sa−configuration
    6 index  /remote−host dget 
    sacp−message
    5 { pop } repeat
  } def
  % app−id config transmit−app−config−message −
  /transmit−app−config−message {
    0 array
    0 array /configuration array−add 2 index array−add 
    array−add
    % app−id config array
    array−to−string
    opc−set−configuration
    3 index sacp−message
    pop pop
  } def
  % returns a list of sys−params and values, e.g. 
  % [ /bandwidth 7651278965 ] (available bw)
  /current−sys−params {
    (bandwidth) query−sys−param
    (available) sacp−parse−message
    % bw
    [ [ /bandwidth 3 index ] ]
    exch pop
  } def
  % intersection get−media−objects array−of−objects
  /get−media−objects {
    dup a= 
    0 array
    % intersection media−types
    1 index has−source {
      1 index get−source get−constraint 1 aget % −−get only the mimes
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      array−union 
    } if
    % intersection media−types
    1 index has−sink {
      1 index get−sink get−constraint 1 aget
      array−union
    } if
    exch pop
    % media−types
    0 array 1 index {
      % media−types array mime−type
      dup type arraytype eq {
        % composite
        {
          dup 0 array exch array−add exch
          % media−types array sub−array mime−type
          query−media−db dict−to−array
          array−add array−add
        } aforall
      }{
        % single
        dup 0 array exch array−add exch
        query−media−db dict−to−array
        array−add array−add
      } ifelse
    } aforall
    exch pop
  } def
  % media−specs config compute−config−bandwidth bandwidth
  /compute−config−bandwidth {
    0
    0 2 3 index alength 1 sub {
      dup
      % media−specs config sum index index
      1 add 3 index exch aget exch
      % media−specs config sum params index
      3 index exch aget 
      % media−specs config sum params mime−type
      4 index /bandwidth sacp−parse−message exch sacp−parse−message 
      % media−specs config sum params mapping
      % −− execute the mapping function:
      exec
      add
      % media−specs config sum
    } for
    % mappings config sum
    exch pop exch pop
  } def
%  mappings config compute−config−bandwidth ==n quit
  % intersection get−needed−mappings mappings
  % −−>
  %    [ 
  %      [ (bandwidth) [
  %        [ (video/h261) { } ] 
  %        [ (video/mpeg) { } ] ] ]
  %      [ (memory) [(...) ] ] 
  %    ]
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  /get−needed−mappings {
    0 array
    % intersection media−types
    1 index has−source {
      1 index get−source get−constraint
      array−union 
    } if
    % intersection media−types
    1 index has−sink {
      1 index get−sink get−constraint
      array−union
    } if
    % intersection media−types
    exch pop
    
    % do bandwidth first
    0 array % (bandwidth) array−add
    % media−types bw−array
    exch {
      % bw−array mime−type
      dup type arraytype eq {
        {
          % bw−array mime−type
          dup 0 array exch array−add exch
          % bw−array mime−array mime−type 
          query−media−db dup null eq { 
            pop pop
          }{
            /bandwidth dget
            % bw−array mime−array bw−mapping
            array−add array−add
          } ifelse
        } aforall
      }{
        % bw−array mime−type
        dup 0 array exch array−add exch
        % bw−array mime−array mime−type 
        query−media−db dup null eq { 
          pop pop
        }{
          /bandwidth dget
          % bw−array mime−array bw−mapping
          array−add array−add
        } ifelse
      } ifelse
    } aforall
    
    0 array (bandwidth) array−add exch array−add  
    0 array exch array−add
    % we do not provide other mappings at this point...
  } def
  % app−id app−name intersection sys−params mappings user−negotiate−msg −
  %  [ [ /app−id (app−id) ]
  %      [ /app−name (name) ]
  %      [ /intersection [] ]
  %      [ /sys−params [] ]
  %      [ /mappings [] ]]
  /user−negotiate−msg {
    (*app−id*) = 4 index ==n 
    (generating user−negotiate message .) =
    ([ )
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      % app−id app−name intersection sys−params mappings str
      ( [ /app−id \() strcat 5 index 50 string cvs strcat (\) ] ) strcat
      (.)=
      ( [ /app−name \() strcat 4 index 50 string cvs strcat (\) ] ) strcat
      (.)=
      ( [ /intersection ) strcat 3 index array−to−string strcat ( ] ) strcat
      (.)=
      ( [ /sys−params ) strcat current−sys−params array−to−string strcat ( ] ) s
trcat
      (.)=
      ( [ /media−specs ) strcat 1 index array−to−string strcat ( ] ) strcat
      (.)=
      ( ]) strcat
      (.)=n
    exch pop exch pop exch pop exch pop
    % str
    opc−ua−user−negotiate (u−agent) sacp−message
  } def
end
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Event begin
  /clients 30 dict def
  /remote−requests 10 dict def
  /user−agents 30 dict def
  
  /sacp−connect { 
    pop
  } def
  
  /sacp−default { 
    pop pop
  } def
  
  /sacp−disconnect { 
    (\(disconnected from ) = dup == (\)) =n
    % app−id
    clients 1 index known {
      clients 1 index dget
      dup /peer dget exch /remote−host dget
      % app−id peer r−host
      1 index null ne {
        0 array
        0 array /l−app−id array−add 3 index array−add array−add array−to−string
        % app−id peer r−host msg
        opc−sa−client−disconnected 2 index sacp−message
      } if
      % app−id peer r−host
      pop
      remote−requests 1 index known {
        remote−requests begin dup undef end 
      } if
      pop
      % app−id
      clients 1 index dget /user dget dup null ne {
        % app−id user−name1
        user−agents {
          % app−id user−name1 user−name2 user−agent
          2 index 20 string cvs 2 index 20 string cvs equal {
            % −− notify the user agent that the application has disconnected
            0 array 0 array /app−id array−add 5 index array−add array−add 
            array−to−string opc−ua−app−disconnected 2 index sacp−message
            pop pop exit
          }{
            pop pop
          } ifelse 
        } dforall
        pop
      }{
        pop
      } ifelse
      % app−id
      (removing app−id: ) = dup == ( from clients) ==n
      clients begin dup undef end
      % app−id
    }{
      user−agents {
        % app−id key val
        20 string cvs 2 index 20 string cvs equal {
          (removing user agent for user: ) = dup ==n
          user−agents begin undef end
          (number of user agents: ) = user−agents dlength ==n 
          exit
        } if
        pop pop
      } dforall
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      % app−id
    } ifelse
    % app−id
    %pop
    30 string cvs RemovePortmapEntry pop
    (number of clients: ) = clients dlength ==n
    (queued requests: ) = remote−requests dlength ==n 
  } def
  % −− message from remote SA telling us that the app−id in the parameter
  % −− has disconnected fom the SA at that host, and that we should tell our 
  % −− app to disconnect as well.
  /sacp−sa−client−disconnected {
    /l−app−id sacp−parse−message
    % app−id
    clients 1 index known {
      (removing client ) = dup ==n
      clients begin undef end
    }{
      pop
    } ifelse
  } def
  
  /sacp−error {
    (\(error message from ) = == (: ) = (\)) =n
  } def
  % −− parameter array:
  %  [ [ /user (user−name) ]
    %    [ /port portnumber ]
    %    [ /application−name (name) ]
    %    [ /remote−host (host) ]
    %    [ /protocol (protocol) ]
    %    [ /capabilities [..] ] ]
  % app−id app−info
  /sacp−client−initiate {
    dup /port sacp−parse−message
    1 index /remote−host sacp−parse−message
    2 index /capabilities sacp−parse−message
    3 index /application−name sacp−parse−message 
    % app−id app−info port r−host spec name
    3 index null ne 3 index null ne and
    2 index null ne 2 index null ne and and {
      % app−id app−info port r−host spec name
      create−application−object
      % app−id app−info port r−host spec name object
      exch 1 index exch /application−name exch dput
      exch 1 index exch /capabilities exch dput
      exch 1 index exch /remote−host exch dput
      exch 1 index exch /port exch dput
      % app−id app−info object
      % −−check for optional values (user, protocol)
      1 index /user sacp−parse−message dup null ne {
        1 index exch /user exch dput
      }{
        pop
      } ifelse
      1 index /protocol sacp−parse−message dup null ne {
        1 index exch /protocol exch dput
      }{
        pop
      } ifelse
      clients exch 3 index exch dput pop
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      % app−id
      
      % −− two possibilities here:
      % −− 1) if we already have received a sa−initiate message from a remote SA
      % −−    with this port, we respond with a sa−intersection−message
      % −− 2) we are the first to receive the client−initiate, and we request
      % −−    negotiation with a sa−initiate message to the remote SA
      % −−    check remote−requests to see if there is a request waiting for us
      clients 1 index dget /port dget lookup−remote−request−by−port dup null ne 
{
        (we have a request waiting from ) = dup ==n
        % app−id peer−name
        1 index 1 index intersect−and−respond
        % −− husk å legge inn data om peer inn i app−obj her (assosiere de to)
        (setting peer of ) = 1 index == ( to ) = dup ==n
        clients 2 index cvn dget /peer 2 index dput
        % −− delete the remote request object
        remote−requests begin 1 index undef end
        1 index == (ready for user negotiation) =n
        % app−id peer−name
      % −−profile: app−id app−name intersection sys−params mappings user−negotia
te−msg −
        pop
        clients 1 index dget dup /application−name dget 
        exch /intersected−capabilities dget
        % app−id app−name intersection
        current−sys−params
        1 index get−media−objects
        user−negotiate−msg
      }{
        (looks like this is the first client to connect) =n
        % app−id app−info 
        % −−add a portmap entry for the SA on the remote host (using hostname as
 key)
        clients 2 index dget /remote−host dget dup 
        service−agent−port 10 string cvs  exch AddPortmapEntry pop
        pop
        clients 1 index dget transmit−sa−initiate−message
      } ifelse
    }{
      (incomplete spec. remember error msg) =n
      6 { pop } repeat
    } ifelse
  } def
  
  
  
  % parameter−array sacp−sa−initiate −
  % parameter−array: 
  % [ [ /l−app−id app−name ] [ /l−contact−port x ] [ /l−spec [] ] ]
  % description:
  % a message from remote SA requesting a negotiation for an application
  % identified with /l−app at the remote host, that can be contacted at 
  % port /l−contact−port, and has flow specification /l−spec
  /sacp−sa−initiate {
    1 index 10 string cvs QueryPortmapEntry ==n ==n ==n
    % array
    dup /l−app−id sacp−parse−message 
    % array app−name
    1 index /l−contact−port sacp−parse−message 
    % array app−name port
    2 index /l−spec sacp−parse−message
    % array app−name port spec
    2 index null ne 2 index null ne and 1 index null ne and {
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      % array app−name port spec
      5 dict 
      % array app−name port spec object 
      exch 1 index exch /capabilities exch dput
      % array app−name port object
      exch 1 index exch /port exch dput
      % array app−name object
      % store this request in remote−requests
      remote−requests 2 index 2 index dput
      % array app−name object
      (added request from remote service agent ) = 1 index ==n
      pop pop pop
    }{
      (missing fields in sa−initiate−message) =n
      pop pop pop pop
    } ifelse
  } def
  
  % parameter−array sacp−sa−intersection −
  % parameter−array: 
  % [ [ /l−app−id app−name ] [ /r−app−id app−name ] [ /intersection [] ] ]
  % description:
  % −− a message from remote SA serving as a reply to a previous SA Initiate mes
sage
  % −− from us, providing us with the remote application name (/l−app), 
  % −− our application (/r−app), and the intersected flow specification (/inters
ection)
  % −− note: if either /l−app or /intersection is empty, this message is a rejec
tion
  /sacp−sa−intersection { 
    % array
    dup /l−app−id sacp−parse−message 
    % array r−app  −− note: r−app is now the remote (from our viewpoint) applica
tion
    1 index /r−app−id sacp−parse−message
    % array r−app l−app
    2 index /intersection sacp−parse−message 
    % array r−app l−app intersection
    2 index null ne 2 index null ne and 1 index null ne and {
      % array r−app l−app intersection
      (incoming sa−intersection−message, remote app = ) = 2 index ==n
      clients 2 index cvn dget 
      % array r−app l−app intersection l−app−obj
      exch 1 index exch /intersected−capabilities exch dput
      % array r−app l−app l−app−obj
      dup 3 index /peer exch dput
      %(clients: ) = clients browse−dict
      % −− ready for user interaction
      % −−profile: app−id app−name intersection sys−params mappings user−negotia
te−msg −
      % array r−app l−app l−app−obj
      1 index 1 index /application−name dget 2 index /intersected−capabilities d
get
      dup get−media−objects current−sys−params exch user−negotiate−msg
      4 { pop } repeat
    }{
      (error: missing fields in sa−intersection message) =n
      pop pop pop pop
    } ifelse
  } def
  % parameter−array sacp−sa−configuration −
  % parameter−array:
  % [ [ /r−app−id app−name ] 
  %   [ /r−source [] ] 
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  %   [ /l−adapt−func [] ] 
  %   [ /l−preference−func [] ] ]
  % description:
  % message from remote SA telling us to configure our local 
  % application (/r−app)’s source part using the provided source config (/r−sour
ce)
  % and install the adaptation function /l−adapt−func for the application
  /sacp−sa−configuration {
    % −− Steps:
    % −− 1. create an object in the runtime dict, define its app−id
    % −− 2. execute the preference function in the runtime dict
    % −− 3. define the adaptation function in the runtime dict
    % −− 4. pass the configuration to the application
    % −− 5. signal toggle_transmit to the application
    dup /r−app−id sacp−parse−message cvn
    clients 1 index known {
      clients 1 index dget
      % params app−id app−obj
      dup /runtime−envir dget null eq {
        dup /runtime−envir 3 index create−runtime−envir dput
      } if
      % params app−id obj
      dup /runtime−envir dget 
      % params app−id obj runtime−env
      begin 
        % params app−id obj
        % −−execute the preference function in this environment:
        2 index /l−preference−func sacp−parse−message exec
        % −−also, define the adaptation function here...
        /adaptation−function 3 index /l−adapt−func sacp−parse−message def
      end
      % params app−id obj
      dup /configuration 4 index /r−source sacp−parse−message dput
      % params app−id obj
      (now ready to give the configuration to the application) =n
      1 index 1 index /configuration dget transmit−app−config−message
      % params app−id obj
      % params app−id obj
      % −− give toggle transmit message to application:
      [ ] array−to−string opc−toggle−transmit 3 index 30 string cvs sacp−message
      pop pop pop
    }{
      (error: no such client) =n
      pop pop
      quit
    } ifelse
  } def
  % parameter−array sacp−sa−ready −
  % parameter−array:
  % [ [ /l−app−id app−name ] ]
  % description:
  % −− message from remote SA telling us that the remote application at that hos
t
  % −− is ready to transmit/receive data
  /sacp−sa−ready { 
    /l−app−id sacp−parse−message
    % r−app−id −− note: remote from _our_ point of view
    clients {
      % r−app−id our−client−id our−client
      /peer dget 30 string cvs 2 index 30 string cvs equal {
        % app−id our−client−id
        % −− give toggle−transmit signal to the app:
        ( ) opc−toggle−transmit 2 index sacp−message
      }{
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        pop
      } ifelse
    } dforall
    % app−id
    pop
  } def
  % parameter−array sacp−sa−adapt −
  % parameter−array:
  % [ [ /r−app−id app−name ] [ /l−sys−params [] ] ]
  % description:
  /sacp−sa−adapt {
    (sa−adapt: not implemented) =n pop
  } def
  % parameter−array sacp−sa−user−message −
  % parameter−array:
  % [ [ /r−app−id app−name ] [ /message msg] ]
  % description: 
  % a message from the remote SA to the user associated with our 
  % local application (/r−app is local to us)
  /sacp−sa−user−message {
    dup /r−app−id sacp−parse−message cvn exch /message sacp−parse−message
    % app−id message
    clients 2 index dget dup /user known {
      /user dget cvn
      % app−id message user
      user−agents 1 index known {
        user−agents exch dget
        % app−id message ua−id
        0 array 
        0 array /app−id array−add 4 index array−add array−add 
        0 array /message array−add 3 index array−add array−add
        array−to−string 
        opc−ua−user−message
        2 index 30 string cvs sacp−message
      } if
      pop pop pop
    }{
      % app−id message app−obj
      pop pop pop
    } ifelse
  } def
  % parameter−array sacp−sa−user−renegotiate −
  % parameter−array:
  % [ [ /r−app−id app−name ] [ /reason (description) ] ]
  % description: 
  % a message from the remote SA requesting that we renegotiate with our user
  % (/r−app is our local application)
  /sacp−sa−user−renegotiate { 
    dup /reason sacp−parse−message exch
    /r−app−id sacp−parse−message cvn
    % reason app−id
    clients 1 index known {
      clients 1 index dget dup /user known {
        /user dget cvn
        % reason app−id user
        user−agents 1 index known {
          user−agents exch dget
          % reason app−id ua−id
          0 array
          0 array /app−id array−add 3 index array−add array−add
          0 array /reason array−add 4 index array−add array−add
          array−to−string
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          % reason app−id ua−id message
          opc−ua−user−renegotiate 2 index sacp−message
          3 { pop } repeat
        }{
          3 { pop } repeat
        } ifelse
      }{
        3 { pop } repeat
      } ifelse
    }{
      pop pop
    } ifelse
  } def
  % parameter−array sacp−config−update −
  % parameter−array:
  % [ [ /l−app−id app−name ] [ /l−source [] ] [ /r−app−id app−name ] ]
  % description: 
  % a message from remote SA telling us that the source (/l−app) has
  % been reconfigured, and that we have to update our local application’s 
  % sink configuration to /l−source, which is the new configuration
  % −−wrong.
  % −−−we just have to give a message to our user agent here−−−−
  /sacp−sa−config−update { 
    dup /l−app−id sacp−parse−message 
    exch dup /l−source sacp−parse−message
    exch dup /r−app−id sacp−parse−message
    % r−app−id new−sink l−app−id
    
    clients 1 index dget dup null ne {
      % r−app−id new−sink l−app−id l−app−obj
      /user dget dup null ne {
        % r−app−id new−sink l−app−id user
        user−agents 1 index known {
          user−agents exch dget
          % r−app−id new−sink l−app−id ua
          0 array
          0 array /app−id array−add 3 index array−add array−add
          0 array /configuration array−add 4 index array−add array−add
          array−to−string
          % r−app−id new−sink l−app−id ua msg
          exch opc−ua−config−update exch sacp−message
          3 { pop } repeat
        }{
          4 { pop } repeat
        } ifelse
      }{
        4 { pop } repeat
      } ifelse
    }{
      4 { pop } repeat
    } ifelse
  } def
  % ua−name parameter−array sacp−ua−attach −
  % parameter−array:
  % [ [ /user name ] ]
  % description: 
  % a registering message from the User Agent for /user on this host
  /sacp−ua−attach { 
    /user sacp−parse−message  dup null ne {
      % ua−name user
      (connected to the User Agent for user ) = dup ==n
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      user−agents 1 index  cvn 3 index 80 string cvs dput
      pop pop
    }{
      % ua−name null
      pop
      (ua−attach: message syntax error. remember to transmit error message to ) 
= 
      ==n
    } ifelse
  } def
  % not implemented
  /sacp−ua−admission−test { 
    pop
  } def
  % config, adaptation function, preference function etc.
  %  [ [ /app−id (name) ]
  %      [ /configuration [] ]
  %      [ /adapt−func [] ] 
  %      [ /preference−func [] ] ]
  /sacp−ua−configuration { 
    % −− transmit sa−configuration−msg to the remote SA
    % l−app−obj app−id source−cf adapt−fn pref−fn transmit−sa−configuration−mess
age −
    dup /app−id sacp−parse−message dup cvn clients exch dget exch
    % params app−obj app−id
    2 index /configuration sacp−parse−message
    3 index /adapt−func sacp−parse−message
    4 index /preference−func sacp−parse−message
    transmit−sa−configuration−message
    pop
  } def
end
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/service−agent 300 dict def
service−agent begin
/comopdef {  512 add opdef } bind def
%(/home/gap/hfag/sacp_work/pflib/comlibop.pf) run
(comlibop.pf) run
/systembuffer 120 string def
/printbuffer 120 string def
/fprintf {
   dup /type systemdict send 68 eq {
    1 index ( [ ) writeline
    { 1 index exch fprintf dup ( ) writeline } aforall
    ( ] ) writeline
   } {
      printbuffer cvs writeline
   } ifelse
} def
% filename include −
/include {
  (include ) print dup print (\n) print
  dup 
  run
} def
(extop.pf) include
(genutils.pf) include
(application−obj.pf) include
(protocol.pf) include
(callbacks.pf) include
(events.pf) include
(media−kb.pf) include
(disjunctive.pf) include
(intersector.pf) include
(reservation−agent.pf) include
(sacp−utils.pf) include
(sacp.pf) include
%(connections.pf) include
(runtime−dict.pf) include
(adaptation−tests.pf) include
% Execute all files in argv (use of suffix is mandatory). 
1 1 argv alength 1 sub {
  argv exch aget dup (Load ) print = (\n) print run
} for
true {
  1 SleepRetry pop
  (sacp) dup CVPortnumber 
  {
    1 index 1 index OpenServer 0 gt { exit } if
  } loop
}{
  % use first free port number counting from 1360 
  0 SleepRetry pop
  1 BindRetry pop
  (sacp) dup CVPortnumber 
  { 1 index 1 index OpenServer
    dup 0 gt { exit } if
    pop 1 add
  } loop
} ifelse
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(sacp: using portnumber ) = dup =n
/service−agent−port exch def
pop
% run main loop forever
eventloop
quit
end
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Tillegg B
Modifikasjoner i VIC
Vi har for referansens skyld lagt ved de endringene som er gjort i videoap-
plikasjonen VIC. Det dreier seg om små inngrep i main-filen, samt å legge
til en SACP-modul som tar hånd om protokollen. Denne er skrevet i C++,
mens resten av modifikasjonene er skrevet i Tcl.
For å få tilgang til styring av videocodec’en i VIC ble det benyttet Tcl-
funksjoner som allerede fantes i VIC, og dette var en enkel oppgave, det
var særlig to funksjoner som var interessante, grabber og select_format,
som styrte henholdsvis parametersetting og setting av videoformat.
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/*−
 * Copyright (c) 1993−1994 The Regents of the University of California.
 * All rights reserved.
 *
 * Redistribution and use in source and binary forms, with or without
 * modification, are permitted provided that the following conditions
 * are met:
 * 1. Redistributions of source code must retain the above copyright
 *    notice, this list of conditions and the following disclaimer.
 * 2. Redistributions in binary form must reproduce the above copyright
 *    notice, this list of conditions and the following disclaimer in the
 *    documentation and/or other materials provided with the distribution.
 * 3. All advertising materials mentioning features or use of this software
 *    must display the following acknowledgement:
 * This product includes software developed by the University of
 * California, Berkeley and the Network Research Group at
 * Lawrence Berkeley Laboratory.
 * 4. Neither the name of the University nor of the Laboratory may be used
 *    to endorse or promote products derived from this software without
 *    specific prior written permission.
 *
 * THIS SOFTWARE IS PROVIDED BY THE REGENTS AND CONTRIBUTORS ‘‘AS IS’’ AND
 * ANY EXPRESS OR IMPLIED WARRANTIES, INCLUDING, BUT NOT LIMITED TO, THE
 * IMPLIED WARRANTIES OF MERCHANTABILITY AND FITNESS FOR A PARTICULAR PURPOSE
 * ARE DISCLAIMED.  IN NO EVENT SHALL THE REGENTS OR CONTRIBUTORS BE LIABLE
 * FOR ANY DIRECT, INDIRECT, INCIDENTAL, SPECIAL, EXEMPLARY, OR CONSEQUENTIAL
 * DAMAGES (INCLUDING, BUT NOT LIMITED TO, PROCUREMENT OF SUBSTITUTE GOODS
 * OR SERVICES; LOSS OF USE, DATA, OR PROFITS; OR BUSINESS INTERRUPTION)
 * HOWEVER CAUSED AND ON ANY THEORY OF LIABILITY, WHETHER IN CONTRACT, STRICT
 * LIABILITY, OR TORT (INCLUDING NEGLIGENCE OR OTHERWISE) ARISING IN ANY WAY
 * OUT OF THE USE OF THIS SOFTWARE, EVEN IF ADVISED OF THE POSSIBILITY OF
 * SUCH DAMAGE.
 */
static const char rcsid[] =
    "@(#) $Header: /cs/research/mice/starship/src/local/CVS_repository/vic/main.cpp,v 1.3 1999/11/05 17:45:11 pie
rs Exp $ (LBL)";
#include <stdio.h>
#include <stdlib.h>
/*
.....
.....
NOTE
Some parts have been cut out by Gorm Paulsen to highlight the _changes_ made 
to the file to allow VIC to be integrated in the SACP framework.
The file will not compile in its current form.
.....
.....
*/
#include <sacp_defs.h>
#include "sacp.h"
static int using_sacp = 0;
static char sacp_extra_arguments[80];
int
main(int argc, const char** argv)
{
Page 1/3main.cpp
....
....
// check if we were started with sacp support:
// command−line: vic sacp port host
if (strcmp(argv[1], "sacp") == 0) {
  char random_app_name[80];
  char agent_port[80];
  int i, now, timeout, rnd;
  timeval tv;
  using_sacp = 1;
  sprintf(agent_port, "%s", argv[2]);
  gettimeofday(&tv, NULL);
  timeout = tv.tv_sec + 120; // seconds
  
  srandom(timeout); // use the time as random seed
  rnd = random();
  sprintf(random_app_name, "%s%d", tcl.application(), rnd);
  printf("app−name: %s\n", random_app_name);
  
  tcl.evalc("source sacp.tcl");
  
  if (sacp_init(random_app_name,
agent_port,
"vic",
getenv("USER"),
getenv("HOSTNAME"),
argv[3],
"rtp",
sacp_video_port,
"application−spec.pf", 
&tcl) < 0) {
    fprintf(stderr, "Unable to initialize sacp protocol\n");
    exit(−1);
  }
  
  
  // send "Client Initiate" message (opcode 120) to Service Agent:
  if (sacp_initiate_negotiation() < 0) {
    fprintf(stderr, "Unable to contact Service Agent\n");
    exit(−1);
  }
  // in the mean time, the agent is supposed to send a "Capability Reque
st"
  // to us (handled by a callback function). we need to run a loop here,
  // checking the internal state of the sacp protocol. 
  
  fprintf(stderr, "Waiting for transmit signal from Service Agent...\n");
....
....
tcl.evalc("vic_main");
#if 0
if (using_sacp) {
  tcl.evalc("sacp_select_initial_device");
  tcl.evalc("sacp_update_config");
  tcl.evalc("sacp_toggle_transmit");
}
#endif
tcl.evalc("sacp_select_initial_device");
/*
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 * re−nice the vic process before we start processing video
 * so that video processing won’t screw up the local audio.
 */
int pri = atoi(tcl.attr("priority"));
if (pri > 0)
nice(pri);
/*
 * Randomize start sequence number and media timestamp
 * per in case we turn on encryption.(XXX should re−do
 * this when changing keys).
 */
/*XXX*/
Transmitter::seqno(random());
#ifdef DEBUG_X_SYNCRONOUSLY
XSynchronize(Tk_Display(tk), True);
#endif
/* win32 needs the following to get the initial window painted */
tcl.evalc("update idletasks");
// gorm:
#define noyet
#ifdef noyet
// gorm:
#if 0
while (tk_NumMainWindows > 0) {
#else
  while (Tk_GetNumMainWindows() > 0) {
#endif
/*
 * Tk doesn’t give priority to the X server so file handlers
 * (i.e., packets from the network) can starve the window
 * system (technically, tk lets one X event through per file
 * event, but a file event can trigger more than one X event
 * so the X server loses to a high−rate video source).
 * The solution is to let the X server go first by only
 * processing file handlers when their are no pending
 * X events.
 */
if (Tk_DoOneEvent(TK_X_EVENTS|TK_IDLE_EVENTS|
  TK_DONT_WAIT) == 0) {
Tk_DoOneEvent(0);
IHI_Dispatch();
}
}
#else
Tk_MainLoop();
#endif
adios();
return (0);
}
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#include <stdio.h>
#include <stdlib.h>
#include <mcall.h>
#include <addutil.h>
#include <appaddr.h>
#include <portmap.h>
#include <ihim.h>
#include <socketcom.h>
#include <cominterp.h>
#include "vic_tcl.h"
#include <sacp_defs.h>
#include "sacp.h"
static char app_identifier[80];
static char app_name[80];
static char user_name[80];
static char host_name[80];
static char remote_host_name[80];
static int port_number;
static char protocol_name[80];
static Tcl *tcl_interpreter;
static AppAddress *client = NULL;
static char* spec_buffer = NULL;
static char *tclify_pf_array(char *in, char *out)
{
  int i, j;
  j = 0;
  for (i = 0; i < strlen(in); i++) {
    if (in[i] == ’[’) out[j++] = ’{’;
    else if  (in[i] == ’]’) out[j++] = ’}’;
    else if (in[i] == ’(’); // skip pf string delimiters
    else if (in[i] == ’)’); // −−
    else out[j++] = in[i];
  }
  out[j] = ’\0’;
  return out;
}
static void sacp_connect_callback(char *serv_name) 
{
  
}
static void sacp_disconnect_callback(char* serv_name) 
{
  fprintf(stderr,"sacp: disconnected from %s\n", serv_name);
  exit(−1);
}
static void sacp_default_callback(char *msg, char *serv_name) 
{
  char buf[256];
  sprintf(buf, "%d:Unexpected opcode", errcode_unexpected_opcode);
  SendToApplication("sacp", opcode_error, buf);
}
static void set_configuration_callback(char *msg, char *serv_name) 
{
  char tcl_msg[500];
  char tcl_code[500];
  sprintf(tcl_code, "sacp_new_config %s", tclify_pf_array(msg, tcl_msg));
  tcl_interpreter−>evalc(tcl_code);
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  sprintf(tcl_code, "sacp_update_config");
  tcl_interpreter−>evalc(tcl_code);
}
/* Set Parameters */
static void set_parameters_callback(char *msg, char *serv_name) 
{
  char buf[256];
  // set the parameters here
  fprintf(stderr, "set parameters: %s\n", msg);  
} 
/* Toggle Transmit */
static void toggle_transmit_callback(char *msg, char *serv_name) 
{
  tcl_interpreter−>evalc("sacp_toggle_transmit");
} 
/* Shutdown */
static void shutdown_callback(char *msg, char *serv_name) 
{
  char buf[256];
  fprintf(stderr, "Received shutdown message. Exiting.\n");
  exit(0);
} 
/* Error message */
static void error_callback(char *msg, char *serv_name) 
{
  // possibly display an error message here...
  fprintf(stderr, "Received error message: %s. Exiting.\n", msg);
} 
static int read_spec_file(char* f_name) {  
  int f_pos = 0;
  char c;
  long file_size = 0;
  FILE *specfile = NULL;
  
  specfile = fopen(f_name, "r");
  if (specfile == NULL) {
    fprintf(stderr, "sacp_init: error: could not open specification file\n");
    return −1;
  }
  fseek(specfile, 0L, SEEK_END);
  file_size = ftell(specfile);
  rewind(specfile);
  spec_buffer = (char *)malloc(file_size);
  
  while ((c = fgetc(specfile)) != EOF) {
    spec_buffer[f_pos++] = c;
  }
  fclose(specfile);
  spec_buffer[f_pos] = ’\0’;
  return 0;
}
char *get_remote_host()
{
  return remote_host_name;
}
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int get_portnumber()
{
  return port_number;
} 
int sacp_initiate_negotiation() 
{
  char buf[5000];
  if (spec_buffer == NULL) {
    sprintf(buf, "%d:No application spec available", errcode_no_spec_available);
    SendToApplication("sacp", opcode_error,  buf);
    return −1;
  } else { 
    /* Identify ourselves with the SA */
    sprintf(buf,
    "[ [ /user (%s) ] [ /application−name (%s) ] "
    "[ /remote−host (%s) ] [ /port %d ] [ /protocol (%s) ] "
    "[ /capabilities %s ] ]",
    user_name,
    app_name,
    remote_host_name,
    port_number,
    protocol_name,
    spec_buffer);
    SendToApplication("sacp", opcode_client_initiate, buf);
    return 0;
  }
}
int sacp_init(char *application_identifier, 
      char *sa_port,
      char *application_name,
      char *user, 
      char *host, 
      char *remote_host,
      char *protocol,
      int port,
      char *spec_file, 
      Tcl *tcl)
{
  strcpy(app_identifier, application_identifier);
  strcpy(app_name, application_name);
  strcpy(user_name, user);
  printf("host: %s\n", host);
  fprintf(stderr, "remote_host: %s\n", remote_host);
  strcpy(host_name, host);
  strcpy(remote_host_name, remote_host);
  port_number = port;
  strcpy(protocol_name, protocol);
  tcl_interpreter = tcl;
  if (read_spec_file(spec_file) < 0) {
    return −1;
  }
  client   = sscanAppAddress("sacp", "sacp", "localhost");
  MCALL(client, SetHost)(client, NULL);
  AddPortmapEntry("sacp", "localhost", sa_port);
  InstallConnectCallbackRoutine(sacp_connect_callback);
  InstallDisconnectCallbackRoutine(sacp_disconnect_callback);
  InstallRecvSocketHandler(comintInterpreter, NULL);
  comintInterpInit();
  comintInterpSetDefault(sacp_default_callback, NULL);
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  /* install all the needed handlers */
  comintInterpSetCallback(opcode_set_configuration, set_configuration_callback, 
NULL);
  comintInterpSetCallback(opcode_set_parameters, set_parameters_callback, NULL);
  comintInterpSetCallback(opcode_toggle_transmit, toggle_transmit_callback, NULL
);
  comintInterpSetCallback(opcode_shutdown, shutdown_callback, NULL);
  comintInterpSetCallback(opcode_error, error_callback, NULL);
  
  /* This will contact the Service Agent */
  return OpenClient(app_identifier);
}
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#ifndef _sacp_h_
#define _sacp_h_
/* public functions */
int sacp_init(char *application_identifier, 
      char *sa_port,
      char *application_name,
      char *user, 
      char *host, 
      char *remote_host,
      char *protocol,
      int port,
      char *spec_file, 
      Tcl *tcl);
int sacp_initiate_negotiation();
int sacp_get_state();
char *get_remote_host();
int get_portnumber();
#endif
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# frame sizes
# grabber decimate {1 2 4} => set grabber’s framesize
# * small (4) = (176, 144) normal (2) = (352, 288) large (1) = (704, 576)
# * h261: (small, normal)
# * others: (small, normal, large)
set fsize_list([expr 176 * 144]) 4
set fsize_list([expr 352 * 288]) 2
set fsize_list([expr 704 * 576]) 1
set sacp_format ""
set sacp_framesize ""
set sacp_qscale ""
set sacp_framesize ""
set sacp_samplerate ""
proc sacp_select_initial_device {} {
    global inputPort
    global inputDeviceList
    set selected ""
    foreach dev $inputDeviceList {
set nick [$dev nickname]
# try to avoid still puctures or x11 grabbing..
if { $nick != "x11" && $nick != "still" } {
    set selected $dev
    break
}
    }
    if { $selected == "" } {
set selected $dev
    }
    select_device $dev
    ## The next two lines are video card specific, but relieve us from having
    ## to select both the ’Device’ and ’Port’ menus and choose the right
    ## settings every time we start vic, so it’s OK for our purposes.
    grabber port "Composite1"
    set inputPort "Composite1"
}
proc sacp_toggle_transmit {} {
    global transmitButtonState transmitButton
    $transmitButton invoke
}
proc sacp_update_config {} {
    global qscale
    global sacp_format
    global sacp_qscale
    global sacp_framesize
    global sacp_samplerate
    puts "sacp_update_config:"
    puts "  sacp_format: $sacp_format"
    puts "  sacp_qscale: $sacp_qscale"
    puts "  sacp_framesize: $sacp_framesize"
    puts "  sacp_samplerate: $sacp_samplerate"
    gorm_select_format $sacp_format
    #grabber q $sacp_qscale
    $qscale set $sacp_qscale
    grabber fps $sacp_samplerate
    grabber decimate $sacp_framesize
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}
proc sacp_new_config {config} {
    global fsize_list
    global sacp_format
    global sacp_qscale
    global sacp_framesize
    global sacp_samplerate
    puts "*setting configuration: [lindex [lindex $config 0] 1]"
    set name [lindex [lindex [lindex  $config 0] 1] 0]
    set firstpos  [string first "/" $name]
    incr firstpos
    set lastpos [string length $name]
    incr lastpos −1
    set format [string range $name $firstpos $lastpos]
    set sacp_format $format
    set param_list [lindex [lindex [lindex $config 0] 1] 1]
    
    foreach element $param_list {
set param [lindex $element 0]
set val [lindex $element 1]
switch  $param {
    "qscale" {
puts "*setting qscale to: $val"
set sacp_qscale $val
    }
    "/qscale" {
puts "*setting qscale to: $val"
set sacp_qscale $val
    }
    "samplerate" {
puts "*setting samplerate to $val"
set sacp_samplerate $val
    }
    "/samplerate" {
puts "*setting samplerate to $val"
set sacp_samplerate $val
    }
    "framesize" {
set factor $fsize_list([expr [lindex $val 0] * [lindex $val 1]])
puts "*setting framesize to: $val, factor: $factor"
set sacp_framesize $factor
    }
    "/framesize" {
set factor $fsize_list([expr [lindex $val 0] * [lindex $val 1]])
puts "*setting framesize to: $val, factor: $factor"
set sacp_framesize $factor
    }
}
    }
}
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Tillegg C
User Agent
User Agent er implementert i C, PF og Tcl. C-filene utgjør for det første
de to interpreterene for PF og Tcl, og implementerer i tillegg bindinger
mellom de to språkene, slik at det er mulig å kalle PF-kode fra Tcl, og vice
versa. Bindingene er gjort på et mest mulig generisk nivå, slik at man fra et
språk har tilgang til en exec-mekanisme i det andre språket, slik at koden
som skal kalles først må genereres som tekst.
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C.1 Header-filer i User Agent
void sacp_connect_callback(char*);
void sacp_disconnect_callback(char*);
void sacp_default_callback(char*,char*);
void comint_code9_callback(char*,char*);
void comint_OPCM_PORTMAP_callback(char*,char*);
void ticker_callback();
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/* config.h.  Generated automatically by configure.  */
/* config.h.in.  Generated automatically from configure.in by autoheader.  */
/* Define if you have <sys/wait.h> that is POSIX.1 compatible.  */
#define HAVE_SYS_WAIT_H 1
/* Define to ‘long’ if <sys/types.h> doesn’t define.  */
/* #undef off_t */
/* Define as the return type of signal handlers (int or void).  */
#define RETSIGTYPE void
/* Define if the ‘setpgrp’ function takes no argument.  */
#define SETPGRP_VOID 1
/* Define if you have the ANSI C header files.  */
#define STDC_HEADERS 1
/* Define if you can safely include both <sys/time.h> and <time.h>.  */
#define TIME_WITH_SYS_TIME 1
/* Define if your <sys/time.h> declares struct tm.  */
/* #undef TM_IN_SYS_TIME */
/* Define if you have the strdup function.  */
#define HAVE_STRDUP 1
/* Define if you have the <fcntl.h> header file.  */
#define HAVE_FCNTL_H 1
/* Define if you have the <malloc.h> header file.  */
#define HAVE_MALLOC_H 1
/* Define if you have the <sys/time.h> header file.  */
#define HAVE_SYS_TIME_H 1
/* Define if you have the <unistd.h> header file.  */
#define HAVE_UNISTD_H 1
/* Define if you have the nsl library (−lnsl).  */
#define HAVE_LIBNSL 1
/* Define if you have the socket library (−lsocket).  */
#define HAVE_LIBSOCKET 1
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/*
 * events.h
 *
 * Achtung: window.c kann eine Vielzahl von Events gleichzeitig
 *          abgeben, so dass die Konstante MAX_EVENTS eventuell
 *          zu klein wird. Dies kommt insbesondere dann vor,
 *          wenn viele Subwindows Redraw’s erhalten.
 */
#define MAX_EVENTS 20
#define PF_GETEVENT 17
#define PF_POLL      0
#define PF_EXIT     99
#define KeyPressEvent    1
#define ButtonPressEvent 2
#define ExposeEvent      3
#define CloseWindowEvent 4
#define EnterEvent       5
#define ExitEvent        6
#define SizeEvent        7
#define ShortDialogEvent 8
/* new for Communication library */
#define ComCode          9
#define ComTimer        10
#define ComConnect      11
#define ComDisconnect   12
#define ComMessage      13
typedef struct { 
  short ev_type;
#if 0
  /* The following are no longer in use */
  struct _VWindow *ev_wid;
  short ev_mx;
  short ev_my;
  short ev_detail;
  short ev_state;
#endif
  /* new for Communication library */
  char *ev_contents;
  char *ev_channel;
  int   ev_jobtype;
} PfEv_Event;
PfEv_Event *PfEv_PutEvent();
PfEv_Event *PfEv_GetEvent();
int PfEv_ProcessEvents();
void PfEv_DispatchInput();
int SetEvent();
int InitEvents();
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extern void pf_strcat();
extern void pf_getenv();
extern void pf_tcl_print();
extern void pf_tcl_eval();
extern void pf_pow();
extern void pf_log();
extern void pf_div();
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#include <sys/types.h>
#include <stdio.h>
#include <time.h>
#include <addutil.h>
#include <appaddr.h>
#include <ihim.h>
#include <socketcom.h>
#include <cominterp.h>
#include <stdlib.h>
#include "events.h"
#include "comintcb.h"
void sacp_connect_callback(char*clientD)
{
  extern int comintLastOpcode;
  char messb[100];
  PfEv_Event *pfe;
  time_t     timenumber;
  struct tm *timestruct;
  time(&timenumber);
#ifdef GMTIME
  timestruct = gmtime(&timenumber);   
#else
  timestruct = localtime(&timenumber);   
#endif
  pfe = PfEv_PutEvent();
  pfe−>ev_type     = ComConnect;
  if (clientD) {
    if (strlen(clientD)==0) {
      pfe−>ev_channel  = (char *)strdup("uchan");
      pfe−>ev_contents = (char *)strdup("uchan");
    }
    else {
      pfe−>ev_channel  = (char *)strdup(clientD);
      pfe−>ev_contents = (char *)strdup(clientD);
    }
  }
  else {
    pfe−>ev_channel  = (char *)strdup("uchan");
    pfe−>ev_contents = (char *)strdup("uchan");
  }
  pfe−>ev_jobtype  = 997;
}
void sacp_disconnect_callback(char*clientD)
{
  extern int comintLastOpcode;
  char messb[100];
  PfEv_Event *pfe;
  time_t     timenumber;
  struct tm *timestruct;
  time(&timenumber);
#ifdef GMTIME
  timestruct = gmtime(&timenumber);   
#else
  timestruct = localtime(&timenumber);   
#endif
  pfe = PfEv_PutEvent();
  pfe−>ev_type     = ComDisconnect;
  if (clientD) {
    if (strlen(clientD)==0) {
      pfe−>ev_channel  = (char *)strdup("uchan");
      pfe−>ev_contents = (char *)strdup("uchan");
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    }
    else {
      pfe−>ev_channel  = (char *)strdup(clientD);
      pfe−>ev_contents = (char *)strdup(clientD);
    }
  }
  else {
    pfe−>ev_channel  = (char *)strdup("uchan");
    pfe−>ev_contents = (char *)strdup("uchan");
  }
  pfe−>ev_jobtype  = 998;
}
void sacp_default_callback(vmeD,clientD)
char    *vmeD;
char    *clientD;
{
  extern int comintLastOpcode;
  char messb[100];
  PfEv_Event *pfe;
  time_t     timenumber;
  struct tm *timestruct;
  time(&timenumber);
#ifdef GMTIME
  timestruct = gmtime(&timenumber);   
#else
  timestruct = localtime(&timenumber);   
#endif
  pfe = PfEv_PutEvent();
  pfe−>ev_type     = ComMessage;
  if (vmeD) {
    pfe−>ev_contents = (char *)strdup(vmeD);
  }
  else {
    pfe−>ev_contents = (char *)strdup("");
  }
  if (clientD) {
    if (strlen(clientD)==0) {
      pfe−>ev_channel  = (char *)strdup("uchan");
    }
    else {
      pfe−>ev_channel  = (char *)strdup(clientD);
    }
  }
  else {
    pfe−>ev_channel  = (char *)strdup("uchan");
  }
  pfe−>ev_jobtype  = comintLastOpcode;
}
void comint_code9_callback(vmeD,clientD)
char    *vmeD;
char    *clientD;
{
  extern int comintLastOpcode;
  char messb[100];
  PfEv_Event *pfe;
  time_t     timenumber;
  struct tm *timestruct;
  time(&timenumber);
#ifdef GMTIME
  timestruct = gmtime(&timenumber);   
#else
  timestruct = localtime(&timenumber);   
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#endif
  pfe = PfEv_PutEvent();
  pfe−>ev_type     = ComCode;
  if (vmeD) {
    pfe−>ev_contents = (char *)strdup(vmeD);
  }
  else {
    pfe−>ev_contents = (char *)strdup("");
  }
  if (clientD) {
    if (strlen(clientD)==0) {
      pfe−>ev_channel  = (char *)strdup("uchan");
    }
    else {
      pfe−>ev_channel  = (char *)strdup(clientD);
    }
  }
  else {
    pfe−>ev_channel  = (char *)strdup("uchan");
  }
  pfe−>ev_jobtype  = 9;
} 
void comint_OPCM_PORTMAP_callback(vmeD,clientD)
char    *vmeD;
caddr_t clientD;
{
   AppAddress  *portmapAddr;
   char portmapConnection[80];
   char *mp;
   char messb[1000];
   if (vmeD) {
      sprintf(messb,"Portmapper: %s",vmeD);
   }
   else {
      sprintf(messb,"Portmapper: −−−");
   }
   //fprintf(stderr,"PORTMAP: %s\n",messb);
   /* interprete */
   strscan(vmeD,portmapConnection);
   mp = strskip(vmeD);
   if (!mp) {
      sprintf(messb,"Portmapper: handling request from %s",portmapConnection);
      fprintf(stderr,"%s\n",messb);
      return;
   }
   if (*mp == ’0’) {
#if 0
      sprintf(messb,"Portmapper: connection %s removed",portmapConnection);
      fprintf(stderr,"%s\n",messb);
#endif
      return;
   }
   portmapAddr = sscanAppAddress(portmapConnection,mp,"localhost");
   sprintf(messb,"Portmapper: Connection %s on host %s port %s",
   portmapConnection,
   portmapAddr−>hostname,
   portmapAddr−>portname);
   fprintf(stderr,"PORTMAP: %s\n",messb);
} 
void ticker_callback()
{
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  PfEv_Event *pfe;
  time_t     timenumber;
  struct tm *timestruct;
  time(&timenumber);
#ifdef GMTIME
  timestruct = gmtime(&timenumber);   
#else
  timestruct = localtime(&timenumber);   
#endif
  pfe = PfEv_PutEvent();
  pfe−>ev_type     = ComTimer;
  pfe−>ev_contents = (char *)strdup(asctime(timestruct));
  pfe−>ev_channel  = (char *)strdup("TICKER");
  pfe−>ev_jobtype  = 17;
}
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/*−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−
 * Copyright (c) 1998 Wolfgang Leister
 *               Norsk Regnesentral
 *
 * This program published under the conditions of the GPL
 * The copyright remains with the author
 * This program comes WITHOUT ANY WARRANTY
 *
 * −−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−
$Id: events.c,v 1.2 1999/04/18 18:51:50 leister Exp $
$Log: events.c,v $
Revision 1.2  1999/04/18 18:51:50  leister
added changes in loops after changes in pf−interpreter
Revision 1.1.1.1  1999/04/18 16:56:25  leister
testprogram for communication library including newpf
 * 
 * −−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−*/
#include <stdio.h>
#include "pf.h"
#include "events.h"
/* Schrott Compiler !!! */
struct _VWindow { short refcount; };
PfEv_Event PfEv_EventQueue[MAX_EVENTS];
short PfEv_EvQHead = 0;
short PfEv_EvQTail = 0;
#define E_BASE 200
#define E_TYPE   (E_BASE + 0)
#define E_WINDOW (E_BASE + 1)
#define E_STATE  (E_BASE + 2)
#define E_DETAIL (E_BASE + 3)
#define E_MX     (E_BASE + 4)
#define E_MY     (E_BASE + 5)
#define DEF_NAME(str,idx) { 0, NAME_TYPE, idx, (long) str }
extern Item EventKeyTable[];
extern Item EventTypeTable[];
       Item EventTypeTable2[];
extern ItemArray *ParamStack;
extern ItemArray *DictStack;
extern ItemArray *ExecStack;
extern Item *IntItem();
PfEv_ClearEvent(PfEv_Event *ev)
{
  if (ev−>ev_contents) free(ev−>ev_contents);
  ev−>ev_contents = 0;
  if (ev−>ev_channel) free(ev−>ev_channel);
  ev−>ev_channel = 0;
  
  ev−>ev_type    = 0;
  ev−>ev_jobtype = 0;  
}
/* PfEv_ClearEvent */
/* ************************************************* */
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PfEv_Event *PfEv_PutEvent()
{
  /* gibt Zeiger auf den naechsten freien Event in der */
  /* EventQueue zurueck                                */
  short pos = PfEv_EvQTail;
  PfEv_EvQTail += 1;
  if (PfEv_EvQTail == MAX_EVENTS) PfEv_EvQTail = 0;
  if (PfEv_EvQTail == PfEv_EvQHead) {
    fprintf(stderr,"EventListe lauft uber !! \n");
  }
  PfEv_ClearEvent(& PfEv_EventQueue[pos]);
  return (& PfEv_EventQueue[pos]);
} /* PfEv_PutEvent */
PfEv_Event *PfEv_GetEvent()
{
   PfEv_Event *Event;
   if (PfEv_EvQHead == PfEv_EvQTail) return ( 0 );
   Event = & PfEv_EventQueue[PfEv_EvQHead];
   PfEv_EvQHead += 1; 
   if (PfEv_EvQHead == MAX_EVENTS) PfEv_EvQHead = 0;
   return ( Event );
} /* PfEv_GetEvent */
#if 1
int SetEvent(Event)
PfEv_Event *Event;
{
    Item *tos;
    dictionary *eventdict;
    int anzentrys;
    int anzwritten;
    int i;
    tos = ParamStack−>Elements + ParamStack−>length − 1;
    if (tos−>type != DICT_TYPE) return(0);
    eventdict  = (dictionary *) tos−>value;
    anzentrys  = eventdict−>length;
    anzwritten = 0;
    Op_stack_dup();
    Op_dict_begin();
    pushliteral("ev_type");
    pushliteral((char*)(EventTypeTable2[Event−>ev_type].value));
    Op_dict_def();
    pushliteral("ev_contents");
    pushstring(Event−>ev_contents);
    Op_dict_def();
    
    pushliteral("ev_channel");
    pushliteral(Event−>ev_channel);
    Op_dict_def();
    
    pushliteral("ev_jobtype");
    pushint(Event−>ev_jobtype);
    Op_dict_def();
    /* add 1 to /cnt1 */
    pushliteral("cnt1");
    Op_dict_currentdict();
    pushliteral("cnt1");    
    Op_dict_get();
    pushint((long)1);
Page 2/4events.c
    Op_math_add();
    Op_dict_store();
    Op_dict_end();
    
    anzwritten += 1;
    
    return (anzwritten);
} /* SetEvent */
#endif
            
/*−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−*/
/*                 ProcessEvents                            */
/*−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−*/
int  _pf_status = 0;
int PfEv_ProcessEvents()
/* returncode: 0: nothing left to do                        */
/*             1: something to do                           */
{
      PfEv_Event *Event;
      if (_pf_status == PF_POLL) {
_pf_status = pf_run();
      }
      switch ( _pf_status ) {
      case PF_GETEVENT:
Event = PfEv_GetEvent();
if (Event != 0 ) { // Event ready
  if (SetEvent(Event) == 0) {
    fprintf(stderr," Event koennte nicht erzeugt werden\n");
  }
  else {
    PfEv_ClearEvent(Event);
    _pf_status = pf_run();
  }
  return (1); // Event processed
}
else {
  return 0; // event queue is empty     
}
break;
      case PF_EXIT:
return(99);
      } /* switch */
      return(0);
} /* PfEv_ProcessEvents */
int InitEvents()
{
    InitNames(EventKeyTable);
    InitNames(EventTypeTable);
}     
Item EventKeyTable[] =
{
    DEF_NAME( "ev_type",     E_TYPE),
    DEF_NAME( "ev_window",   E_WINDOW),
    DEF_NAME( "ev_state",    E_STATE),
    DEF_NAME( "ev_detail",   E_DETAIL),
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    DEF_NAME( "ev_mx",       E_MX),
    DEF_NAME( "ev_my",       E_MY),
    DEF_NAME(0, 0)   /* dummy */
};
Item EventTypeTable[] =
{
    DEF_NAME( "NullEvent",     0),
    DEF_NAME( "KeyPress",      0),
    DEF_NAME( "ButtonPress",   0),
    DEF_NAME( "Damaged",       0),
    DEF_NAME( "CloseWindow",   0),
    DEF_NAME( "EnterEvent",    0),
    DEF_NAME( "ExitEvent",     0),
    DEF_NAME( "SizeEvent",     0),
    DEF_NAME( "ShortDialog",   0),
    DEF_NAME( "ComCode",       0),
    DEF_NAME( "ComTimer",      0),
    DEF_NAME( "ComConnect",    0),
    DEF_NAME( "ComDisconnect", 0),
    DEF_NAME( "ComMessage",    0),
    DEF_NAME(0, 0)   /* dummy */
};    
Item EventTypeTable2[] =
{
    DEF_NAME( "NullEvent",     0),
    DEF_NAME( "KeyPress",      0),
    DEF_NAME( "ButtonPress",   0),
    DEF_NAME( "Damaged",       0),
    DEF_NAME( "CloseWindow",   0),
    DEF_NAME( "EnterEvent",    0),
    DEF_NAME( "ExitEvent",     0),
    DEF_NAME( "SizeEvent",     0),
    DEF_NAME( "ShortDialog",   0),
    DEF_NAME( "ComCode",       0),
    DEF_NAME( "ComTimer",      0),
    DEF_NAME( "ComConnect",    0),
    DEF_NAME( "ComDisconnect", 0),
    DEF_NAME( "ComMessage",    0),
    DEF_NAME(0, 0)   /* dummy */
};    
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#include "pf.h"
#include "operator_table.h"
extern Operator ComLibOpTabelle[];
extern Operator operator_table[];
Operator *ExtOpTabelle[] =
  {
        0,    /* SystemTabelle wird intern gehandhabt */
        operator_table,
        ComLibOpTabelle,
        0
  };
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#include <stdio.h>
#include <stdlib.h>
#include <math.h>
#include "pf.h"
#include "pfstack.h"
#include "operator_table.h"
Operator operator_table[] = {
  0,
  pf_strcat,
  pf_getenv,
  pf_tcl_print,
  pf_tcl_eval,
  pf_pow,
  pf_log,
  pf_div,
  0
};
extern ItemArray *ParamStack;
void pf_tcl_print() {
  char *content;
  content = PopString(1);
#if 0
  fprintf(stdout, "%s", content);
#else
  ET( pf_output "%q(content)" );
#endif
}
void pf_tcl_eval() {
  char *content;
  content = PopString(1);
  ET( eval "%q(content)");
}
void pf_getenv() {
  char *name, *result;
  name = PopString(1);
  result = getenv(name);
  if (result) {
    pushstring(result);
  } 
  else {
    Op_null();
  }
  free(name);
}
void pf_strcat()
/*
 * string string −> string
 */
{
  char *string1;
  char *string2;
  char *result;
  string1 = PopString(1);
  string2   = PopString(1);
  if (string1 && string2) {
    result = malloc(strlen(string1) + strlen(string2) + 1);
    if (result) {
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      result[0] = ’\0’;
      strcat(result, string2);
      strcat(result, string1);
      pushstring(result);
      free(string1);
      free(string2);
      free(result);
    }
    else fprintf(stderr, "pf_strcat: error,  fix later\n");
  }
  else fprintf(stderr, "pf_strcat: error,  fix later\n");
}
void pf_pow()
{
  double base, power;
   Item *a = & ParamStack−>Elements[ParamStack−>length −1];
   Item *b = a − 1;
   if (ParamStack−>length < 2) exception(STACK_UNDERFLOW);
   if (a−>type != INTEGER_TYPE && a−>type != REAL_TYPE) exception(TYPE_CHECK);
   if (b−>type != INTEGER_TYPE && b−>type != REAL_TYPE) exception(TYPE_CHECK);
   if (a−>type == INTEGER_TYPE) {
     power = (float) a−>value;
   } else {
     power = *(float *) &a−>value;
   }
   if (b−>type == INTEGER_TYPE) {
     base = (float) b−>value;
   } else {
     base = *(float *) &b−>value;
   }
   Op_stack_pop();
   Op_stack_pop();
   pushreal(pow(base, power));
} 
void pf_log()
{
   Item *a = & ParamStack−>Elements[ParamStack−>length −1];
   if (ParamStack−>length < 1) exception(STACK_UNDERFLOW);
   if (a−>type != INTEGER_TYPE && a−>type != REAL_TYPE) {
     exception(TYPE_CHECK);
   } 
   else {
     switch (a−>type) {
     case INTEGER_TYPE:
       if (a−>value <= 0) exception(UNDEFINED_RESULT);
       ParamStack−>length−−;
       pushreal((float) log10((float)a−>value));
       break;
     case REAL_TYPE:
       if ((* (float *) & a−>value) <= 0) exception(UNDEFINED_RESULT);
       ParamStack−>length−−;
       pushreal((float) log10(* (float *) & a−>value));
       break;
     default:
       /* Should never happen */
       ParamStack−>length−−;
       exception(TYPE_CHECK);
       break;
     }
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   }
}
void pf_div()
{
   Item *a = & ParamStack−>Elements[ParamStack−>length −1];
   Item *b = a − 1;
   float result;
   if (ParamStack−>length < 2) exception(STACK_UNDERFLOW);
   if (a−>value == 0) exception(UNDEFINED_RESULT);
   switch (a−>type) {
   case INTEGER_TYPE:
     if (b−>type == INTEGER_TYPE) {
       result = (float)((float)b−>value / (float)a−>value);
     } else {
       result = * (float *) &b−>value / (float) a−>value;
     }
     break;
   case REAL_TYPE:
     if (b−>type == INTEGER_TYPE) {
       b−>type = REAL_TYPE;
       result = (float) b−>value / * (float *) & a−>value;
     }
     else
       result = * (float *) & b−>value / * (float *) & a−>value;
     break;
   }
   ParamStack−>length −= 2;
   pushreal(result);
}
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#include <stdio.h>
#include <pf.h>
#include "events.h"
char code_buf[2000];
void pf_exec(char *code) {
  PfEv_Event *pfe;
  // Without the next line, the program crashes and core dumps ...
  fprintf(stderr, "**\n"); // go figure..
  pfe = PfEv_PutEvent();
  pfe−>ev_channel = "et−test";
  pfe−>ev_type     = ComCode;
  pfe−>ev_contents = (char *)strdup(code);
  pfe−>ev_jobtype  = 123;
}
ET_PROC( evaluate_pf ) {
  pf_exec((char *)strdup(argv[1]));
  return ET_OK;
}
/*
  ET_PROC( pf_res_test ) {
  
  if (argc != 4) {
  Tcl_AppendResult(interp, "The ", argv[0],
  " command should have three arguments: user app_id config", 0);
  return ET_ERROR;
  }
  
  memset(code_buf, 0, 2000);
  sprintf(code_buf, "%s %s %s res_test", argv[1], argv[2], argv[3]);
  
  pf_exec(code_buf);
  return ET_OK;
  }
*/
Page 1/1tcl−pf−interface.c
#include <stdio.h>
#include <mcall.h>
#include <addutil.h>
#include <appaddr.h>
#include <ihim.h>
#include <socketcom.h>
#include <cominterp.h>
#include <stdlib.h>
#include <sys/types.h>
#include <signal.h>
#include <sys/wait.h>
#include <time.h>
#include <pf.h>
#include <tk.h>
#include "events.h"
#include "comintcb.h"
#define pf_terminate 99
#define pf_eventqueue_empty 0
char *OWN_ADDR    = NULL;
AppAddress *my_self    = NULL;
extern int _pf_status;
void tk_idle_proc(void *d) {
  int *result = (int *) d;
  IHI_Dispatch();
  *result = PfEv_ProcessEvents();
}
void sacp_pf_eventloop() 
{
  int pec = 0;  
  while (pec != pf_terminate) { // while not exit
    IHI_Dispatch();    
    while (1) {
      pec= PfEv_ProcessEvents();
      if (pec == pf_terminate) break;  // terminate
      if (pec == pf_eventqueue_empty) break;   // wait for event
    }
  }
}
void sacp_pf_tcl_eventloop() {
  int pec = 0;
  while (pec != pf_terminate && Tk_GetNumMainWindows() > 0) {
    Tk_DoWhenIdle(tk_idle_proc, (ClientData)&pec);
    Tk_DoOneEvent(TK_ALL_EVENTS);
  }
}
char    *reqbuf  = NULL;
char   **environPtr;
main(argc,argv,envp)
int  argc;
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char  *argv[];
char     *envp[];
{
  extern int socketcom_debug;
  char mbuf[80];
  socketcom_debug = 0;
  InitEvents();
  my_self   = sscanAppAddress("sacp","sacp","localhost");
  MCALL(my_self, SetHost)(my_self, OWN_ADDR);
  reqbuf = (char*) malloc(100*sizeof(char));
  sprintAppAddress(reqbuf, my_self);
  fprintf(stderr,"Server Connection %s is set to %s\n",
  my_self−>connection,reqbuf); 
  InstallConnectCallbackRoutine(sacp_connect_callback);
  InstallDisconnectCallbackRoutine(sacp_disconnect_callback);
  InstallRecvSocketHandler(comintInterpreter,NULL);
#if 0
  InstallTickerHandler(500000,ticker_callback);
#endif
  comintInterpInit();
  comintInterpSetDefault(sacp_default_callback, NULL);
  comintInterpSetCallback(3, comint_OPCM_PORTMAP_callback, NULL);
  comintInterpSetCallback(9, comint_code9_callback, NULL);
  /* initialize ET */
  Et_Init(&argc,argv);
  /* install the ’ET_PROC’s */
  ET_INSTALL_COMMANDS( tcl−pf−interface.c );
  
  /* source the needed .tcl files */
   ET_INCLUDE( tcl/pf−console.tcl );
   ET_INCLUDE( tcl/sacp−console.tcl );
   ET_INCLUDE( tcl/main−grid−toplevel.tcl );
   ET_INCLUDE( tcl/user−negotiate.tcl );
   ET_INCLUDE( tcl/user−message.tcl );
/*  
  ET(
    include tcl/pf−console.tcl
    include tcl/sacp−console.tcl
    include tcl/main−grid−toplevel.tcl 
    include tcl/user−negotiate.tcl
    include tcl/user−message.tcl
    );
*/  
  pf_init();
  pf_boot();
  pf_argv(argv);
  while (!(_pf_status=pf_run()));
  
  sacp_pf_tcl_eventloop();
  pf_end();
  exit(0);
}
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% intersection media−specs mime−type param−name direction get−best−specified−val
ue val
% gets the "best" value from specification
/get−best−specified−value {
  (sink) eq {
    % intersection media−specs mime−type param−name
    3 index get−sink
  }{
    3 index get−source
  } ifelse
  % intersection media−specs mime−type param−name sink
  2 index sacp−parse−message
  % intersection media−specs mime−type param−name mime−entry
  
  1 index sacp−parse−message
  % intersection media−specs mime−type param−name param−array
  2 index 
  % intersection media−specs mime−type param−name param−array mime−type
  4 index exch  sacp−parse−message 
  % intersection media−specs mime−type param−name param−array mime−spec
  /parameters sacp−parse−message 
  
  2 index sacp−parse−message 
  /quality−compare sacp−parse−message  exch 
  % intersection media−specs mime−type param−name rank−func param−array
  dup 0 aget /set eq {
    % intersection media−specs mime−type param−name rank−func set
    dup 1 aget
    % intersection media−specs mime−type param−name rank−func set current−best
    2 1 3 index alength 1 sub {
      % intersection media−specs mime−type param−name rank−func set current−best
 index
      2 index exch aget
      % intersection media−specs mime−type param−name rank−func set current−best
 val
      1 index 1 index 5 index exec 2 eq {
        % replace current−best
        exch pop
      }{
        pop
      } ifelse
    } for
    % intersection media−specs mime−type param−name rank−func set current−best
    exch pop
  }{
    % intersection media−specs rank−func range
    dup 0 aget exch 1 aget
    % intersection media−specs mime−type param−name rank−func lower upper
    1 index 1 index 4 index exec 1 eq {
      pop
    }{
      exch pop
    } ifelse
  } ifelse
  % intersection media−specs mime−type param−name rank−func best
  5 { exch pop } repeat
} def
% intersection media−specs mime−type param−name direction get−worst−specified−va
lue val
% gets the "worst" value from specification in terms of the quality−compare func
tion
/get−worst−specified−value {
  (sink) eq {
    % intersection media−specs mime−type param−name
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    3 index get−sink
  }{
    3 index get−source
  } ifelse
  % intersection media−specs mime−type param−name sink
  2 index sacp−parse−message
  % intersection media−specs mime−type param−name mime−entry
  
  1 index sacp−parse−message
  % intersection media−specs mime−type param−name param−array
  2 index 
  % intersection media−specs mime−type param−name param−array mime−type
  4 index exch  sacp−parse−message 
  % intersection media−specs mime−type param−name param−array mime−spec
  /parameters sacp−parse−message 
  
  2 index sacp−parse−message 
  /quality−compare sacp−parse−message  exch 
  % intersection media−specs mime−type param−name rank−func param−array
  dup 0 aget /set eq {
    % intersection media−specs mime−type param−name rank−func set
    dup 1 aget
    % intersection media−specs mime−type param−name rank−func set current−worst
    2 1 3 index alength 1 sub {
      % intersection media−specs mime−type param−name rank−func set current−wors
t index
      2 index exch aget
      % intersection media−specs mime−type param−name rank−func set current−wors
t val
      1 index 1 index 5 index exec 1 eq {
        % replace current−worst
        exch pop
      }{
        pop
      } ifelse
    } for
    % intersection media−specs mime−type param−name rank−func set current−worst
    exch pop
  }{
    % intersection media−specs rank−func range
    dup 0 aget exch 1 aget
    % intersection media−specs mime−type param−name rank−func lower upper
    1 index 1 index 4 index exec 2 eq {
      pop
    }{
      exch pop
    } ifelse
  } ifelse
  % intersection media−specs mime−type param−name rank−func worst
  5 { exch pop } repeat
} def
% direction intersection media−specs mime−list create−max−configuration configur
ation
/create−max−configuration {
  0 array
  % direction intersection media−specs mime−list config
  1 index {
    % direction intersection media−specs mime−list config mime−type
    exch 1 index array−add exch
    0 array
    % direction intersection media−specs mime−list config mime−type params
    4 index 2 index sacp−parse−message
    /parameters sacp−parse−message {
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      % direction intersection media−specs mime−list config mime−type params par
am
      6 index 6 index 4 index 3 index 0 aget 11 index  get−best−specified−value
      % direction intersection media−specs mime−list config mime−type params par
am best
      0 array exch array−add
      exch 0 aget array−add−first
      % direction intersection media−specs mime−list config mime−type params par
am
      array−add
    } aforall      
    % direction intersection media−specs mime−list config mime−type params
    exch pop array−add
  } aforall
  % direction intersection media−specs mime−list config
  4 { exch pop } repeat
} def
% direction intersection media−specs mime−list create−min−configuration configur
ation
/create−min−configuration {
  0 array
  % direction intersection media−specs mime−list config
  1 index {
   % direction intersection media−specs mime−list config mime−type
    exch 1 index array−add exch
    0 array
    % direction intersection media−specs mime−list config mime−type params
    4 index 2 index sacp−parse−message
    /parameters sacp−parse−message {
      % direction intersection media−specs mime−list config mime−type params par
am
      6 index 6 index 4 index 3 index 0 aget 11 index  get−worst−specified−value
      % direction intersection media−specs mime−list config mime−type params par
am best
      0 array exch array−add
      exch 0 aget array−add−first
      % direction intersection media−specs mime−list config mime−type params par
am
      array−add
    } aforall      
    % direction intersection media−specs mime−list config mime−type params
    exch pop array−add
  } aforall
  % direction intersection media−specs mime−list config
  4 { exch pop } repeat
} def
% produces (min, max) pairs (in terms of bandwidth) for each configuration
% direction intersection media−specs  get−min−max−intervals list
% otutput list:
% [ [video/nv [123 23]] [[/video/jpeg /audio/au] [231 823]] ... ] 
% [ [mime−list [max min]] ...[mime−list [max min]] ]
/get−min−max−intervals {
  0 array
  % direction intersection media−specs output
  2 index get−sink get−constraint 1 aget {
    % direction intersection media−specs output mime−list
    dup type arraytype ne {
      % the create−max/min functions expect arrays as input
      0 array exch array−add
    } if
    0 array 1 index array−add
    % direction intersection media−specs output mime−list entry
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    5 index 5 index 5 index 4 index create−max−configuration 
    % direction intersection media−specs output mime−list entry max−config
    4 index exch compute−bandwidth
    % direction intersection media−specs output mime−list entry max
    6 index 6 index 6 index 5 index create−min−configuration
    5 index exch compute−bandwidth
    % direction intersection media−specs output mime−list entry max min
    exch
    0 array exch array−add exch array−add
    array−add
    exch pop
    % direction intersection media−specs output entry
    array−add
    % direction intersection media−specs output
  } aforall
  % direction intersection media−specs output
  3 { exch pop } repeat
  % output
} def
% interval−list sort−configurations−by−max−value sorted−list
% lists:
% [ [name [max min]] ...[name [max min]] ]
/sort−configurations−by−max−value {
  % list
  array−copy
  1 1 2 index alength 1 sub  {
    % list index1
    0 1 3 index alength 1 sub {
      1 index 1 index ne {
        % list index1 index2
        2 index 2 index aget 1 aget 0 aget
        3 index 2 index aget 1 aget 0 aget gt {
          2 index 2 index 2 index swap
          pop
       }{
          pop
        } ifelse
      }{
        pop
      } ifelse
      % list index1
    } for
    pop
  } for
  % list
} def
% media−specs config compute−bandwidth bandwidth
/compute−bandwidth {
  0
  0 2 3 index alength 1 sub {
    dup
    % media−specs config sum index index
    1 add 3 index exch aget exch
    % media−specs config sum params index
    3 index exch aget 
    % media−specs config sum params mime−type
    4 index exch sacp−parse−message /bandwidth sacp−parse−message
    % media−specs config sum params mapping
    % execute the mapping function:
    exec
    add
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    % media−specs config sum
  } for
  % mappings config sum
  exch pop exch pop
} def
% allowed find−suitable−configuration configuration
/find−suitable−configuration {
  cvr
  null
  % allowed null
  resource−intervals 
  sort−configurations−by−max−value 
  {
    % allowed null mime−list
    dup 0 aget exch 1 aget dup 1 aget cvr exch 0 aget cvr
    % allowed null mime−list min max
    4 index lt {
      pop
      % −− found one, build configuration:
      % allowed null mime−list
      exch pop
      % allowed mime−list
      (source) 
      get−intersection 
      find−necessary−media−objects 
      3 index 
      create−min−configuration
      exch pop
      % allowed configuration
      exit
    }{
      % allowed null mime−list min
      3 index gt {
        % allowed null mime−list
        (source) 
        get−intersection 
        find−necessary−media−objects 
        3 index 
        create−min−configuration
        exch pop
        % allowed configuration
        exit
      }{
        pop
      } ifelse
    } ifelse
  } aforall
  % allowed configuration
  exch pop
} def
% config get−mime−list−from−configuration list
/get−mime−list−from−configuration {
  0 array
  % config list
  0 2 3 index alength 1 sub {
    % config list index
    2 index exch aget array−add
  } for
  exch pop
} def
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% source mime−type param−name source−get−possible−values values
/source−get−possible−values {
  null
  0 1 5 index alength 2 sub {
    % source mime−type param−name values index
    4 index exch aget
    % source mime−type param−name values mime−entry
    dup 0 aget cvn 4 index cvn equal {
      1 aget 2 index sacp−parse−message exch pop exit
    }{
      pop
    } ifelse
  } for
    exch pop exch pop exch pop
    dup null eq { error−undefined−result errorhandler } if
} def
% config mime−type config−has−mime−type bool
/config−has−mime−type {
  has−element
} def
% config mime−type param−name config−get−param−value value
/config−get−param−value {
  null
  % config mime−type param−name val
  0 2 5 index alength 1 sub {
    % config mime−type param−name val index
    dup 5 index exch aget 4 index equal {
      % config mime−type param−name val index
      1 add
      4 index exch aget
      2 index sacp−parse−message
      exch pop
    }{
      pop
    } ifelse
  } for  
  % config mime−type param−name val
  exch pop exch pop exch pop
} def
% config mime−type param−name value config−set−param−value −
/config−set−param−value {
  % config mime−type param−name value
  0 2 5 index alength 1 sub {
    dup
    % config mime−type param−name value index index
    5 index exch aget  4 index equal {
      % config mime−type param−name value index
      4 index 1 index 1 add aget {
        % config mime−type param−name value index param
        dup 0 aget 4 index equal {
          1 3 index aput
          exit
        } if
        pop
      } aforall
      pop
    }{
      % config mime−type param−name value index
      pop 
    } ifelse
  } for
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  % config mime−type param−name value
  4 { pop } repeat
} def
% set compare−fn sort−set set
% sorts the set using insertion sort
/sort−set {
  % get rid of /set identifier:
  exch adup 0 remove−at exch pop 
  % compare−fn set
  1 1 2 index  alength 1 sub {
    % compare−fn set i
    0 1 2 index 1 sub {
      % compare−fn set i j
      2 index 2 index aget
      3 index 2 index aget  
      5 index exec 2 eq {
        2 index 2 index 2 index swap
      } if
      pop
    } for
    pop
  } for
  exch pop
  /set array−add−first
} def
% compare−fn possible−vals val can−increase−parameter−quality bool
/can−increase−parameter−quality {
    % compare−fn possible val
  1 index 0 aget /set eq {
    exch adup exch pop 
    % compare−fn val possible
    2 index sort−set
    % compare−fn val possible
    0 {
      % compare−fn val possible index
      1 index 1 index aget 3 index equal {
        1 index alength 1 index 1 add gt {
          true exit
        }{
          false exit
        } ifelse
      } if
      1 add
      1 index alength 1 index eq {
        false exit
      } if
    } loop
    % compare−fn val possible index bool
    exch pop
    % compare−fn val possible bool
    exch pop exch pop exch pop
  }{
    cvr
    exch
    % compare−fn val possible
    dup 0 aget cvr 1 index 1 aget cvr
    % compare−fn val possible low hi
    4 index exec 1 eq {
     % lower values are better
      % compare−fn val possible
      0 aget cvr gt
Page 2/6configuration−tune.pf
Printed by Gorm Arild Paulsen
Saturday January 27, 2001
C.3 PF-filer i User Agent 145
    }{
      % higher values are better
      % compare−fn val possible
      1 aget cvr lt
    } ifelse
    exch pop
  } ifelse
} def
% compare−fn possible−vals val can−decrease−parameter−quality bool
/can−decrease−parameter−quality {
  % compare−fn possible val
  1 index 0 aget /set eq {
    exch adup exch pop 
    % compare−fn val possible
    2 index sort−set
    % compare−fn val possible
    dup alength 1 sub  {
      % compare−fn val possible index
      1 index 1 index aget 3 index equal {
        dup 1 sub 0 gt {
          true exit
        }{
          false exit
        } ifelse
      } if
      1 sub
      dup 0 eq {
        false exit
      } if
    } loop
    % compare−fn val possible index bool
    exch pop
    % compare−fn val possible bool
    exch pop exch pop exch pop
  }{
    cvr
    exch
    % compare−fn val possible
    dup 0 aget cvr 1 index 1 aget cvr
    % compare−fn val possible lo hi
    4 index exec 1 eq {
      % lower values are better
      % compare−fn val possible
      1 aget cvr lt
    }{
      % higher values are better
      % compare−fn val possible
      0 aget cvr gt
    } ifelse
    exch pop
  } ifelse
} def
% cmpr−fn possible−vals val get−incr−parameter−quality val
/get−incr−parameter−quality {
  1 index 0 aget /set eq {
    % increment by moving to the next element in the (ordered) set
    1 1 3 index alength 1 sub {
      % cmpr−fn possible−vals val index
      dup 3 index exch aget 2 index equal {
        exit
      }{
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        pop
      } ifelse
    } for
    % cmpr−fn possible−vals val index
    exch pop 
    % cmpr−fn possible−vals index
    dup 2 index alength 1 sub ge { 
      pop dup alength 1 sub 1 index exch aget 
    }{ 
      1 add 1 index exch aget 
    } ifelse
  }{
    % increment by 10%
    % cmpr−fn possible−vals val
      1 index dup 0 aget cvr exch 1 aget cvr
    % cmpr−fn possible−vals val lo hi
    exch sub 0.1 mul 
    % cmpr−fn possible−vals val incr
    2 index 0 aget 3 index 1 aget 5 index exec 1 eq {
      % lower values are better
      sub
      % cmpr−fn possible−vals val
      1 index 0 aget cvr 1 index cvr gt {
        pop dup 0 aget
      } if
    }{
      % higher values are better
      % cmpr−fn possible−vals val incr
      add 
      1 index 1 aget cvr 1 index cvr lt {
        pop dup 1 aget
      } if
    } ifelse
  } ifelse
  % cmpr−fn possible−vals val
  exch pop exch pop
} def
  % cmpr−fn possible−vals val get−decr−parameter−quality val
  /get−decr−parameter−quality {
    1 index 0 aget /set eq {
      % decrement by moving to the next element in the (ordered) set
      1 index alength 1 sub −1 1 {
        % cmpr−fn possible−vals val index
        dup 3 index exch aget 2 index equal {
          exit
        }{
          pop
        } ifelse
      } for
      % cmpr−fn possible−vals val index
      exch pop 
      % cmpr−fn possible−vals index
      dup 1 eq { 
        pop dup 1 aget
      }{ 
        1 sub 1 index exch aget 
      } ifelse
    }{
      % decrement by 10%
      % cmpr−fn possible−vals val
      1 index dup 0 aget cvr exch 1 aget cvr
      % cmpr−fn possible−vals val lo hi
      exch sub 0.1 mul
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      % cmpr−fn possible−vals val decr
      
      2 index 0 aget 3 index 1 aget 5 index exec 1 eq {
        % lower values are better
        add
        % cmpr−fn possible−vals val
        1 index 1 aget cvr 1 index cvr lt {
          pop dup 1 aget
        } if
      }{
        % higher values are better
        % cmpr−fn possible−vals val decr
        sub 
        1 index 0 aget cvr 1 index cvr gt {
          pop dup 0 aget
        } if
      } ifelse
    } ifelse
    % cmpr−fn possible−vals val
    exch pop exch pop
  } def
  % specs source allowed−bw config adjust−quality config
  /adjust−quality {
    % specs source allowed−bw config
    % −− check whether we have to adjust "up" or "down" in terms of quality
    3 index 1 index compute−bandwidth cvr 2 index cvr lt {
      % −− we can increase quality
      % specs source allowed−bw config
      0 2 2 index alength 1 sub {
        % specs source allowed−bw config index
        dup 2 index exch aget exch 1 add 2 index exch aget
        % specs source allowed−bw config mime parameters
        { % for every parameter:
          dup 0 aget exch 1 aget
          % specs source allowed−bw config mime param−name val
          % get comparison function:
          6 index 3 index sacp−parse−message /parameters sacp−parse−message
          2 index sacp−parse−message /quality−compare sacp−parse−message 
          % specs source allowed−bw config mime param−name val compare−fn
          % get possible values:
          6 index 4 index 4 index source−get−possible−values 
          % specs source allowed−bw config mime param−name val compare−fn possib
le
          1 index 1 index 4 index can−increase−parameter−quality  {
            % specs source allowed−bw config mime param−name val cmpr−fn psbl
            2 index get−incr−parameter−quality
            % specs source allowed−bw config mime param−name val new−val
            % try with the new value....
            4 index 4 index 4 index 3 index config−set−param−value pop
            % compute the new bandwidth, see if it is allowed:
            % specs source allowed−bw config mime param−name val
            6 index 4 index compute−bandwidth 5 index gt {
              % go back to the old value
              % specs source allowed−bw config mime param−name val
              3 index 3 index 3 index 3 index config−set−param−value
            } if
          }{
            % specs source allowed−bw config mime param−name val cmpr−fn psbl
            pop pop
          } ifelse
          % specs source allowed−bw config mime param−name val
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          pop pop
        } aforall
        % specs source allowed−bw config mime
        pop
      } for
    }{
      % −− must reduce bandwidth (quality)
      % −− NOTE: there is no guarantee that the new bandwidth will be below the
      % −− allowed value here, must call this function repeatedly
      % specs source allowed−bw config
      0 2 2 index alength 1 sub {
        dup 2 index exch aget exch 1 add 2 index exch aget
        % specs source allowed−bw config mime parameters
        { % for every parameter:
          dup 0 aget exch 1 aget
          % specs source allowed−bw config mime param−name val
          % get comparison function:
          6 index 3 index sacp−parse−message /parameters sacp−parse−message
          2 index sacp−parse−message /quality−compare sacp−parse−message
          % specs source allowed−bw config mime param−name val compare−fn
          % get possible values:
          6 index 4 index 4 index source−get−possible−values
          % specs source allowed−bw config mime param−name val compare−fn possib
le
          1 index 1 index 4 index can−decrease−parameter−quality {
            % specs source allowed−bw config mime param−name val cmpr−fn psbl
            2 index get−decr−parameter−quality 
            % specs source allowed−bw config mime param−name val new−val
            4 index 4 index 4 index 3 index config−set−param−value pop
          }{
            pop pop
          } ifelse
          % specs source allowed−bw config mime param−name val
          pop pop
        } aforall
        % specs source allowed−bw config mime
        pop
      } for
    } ifelse
    3 { exch pop } repeat
} def
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% redefine the print operator to allow
% output from pf to be displayed in a Tk window
% also redefines the = operator, since = is defined using
% the old definition of print, and hence writes to stdout.
/tclopdef { 256 add opdef } bind def
/strcat 1 tclopdef
/pf−getenv 2 tclopdef
false {
  /print undef
  /print 3 tclopdef
  
  /= undef
  /= { /dummy cvs print } dup 0 80 string aput def
} if
/tcl−eval 4 tclopdef
/pow 5 tclopdef
/log 6 tclopdef
/div 7 tclopdef
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/event−terminate 999 def
/event−pf−exec 123 def
/event−ticker 17 def
/callbacks 30 dict def
callbacks begin
  % the recipe here: put the necessary operands on the stack,
  % call the selected function (will be executed in the Event dict)
  
  %%%%%%%%%%%% General connection maintenance
  opc−disconnect {
    ev_channel ua−disconnect
  } def
  opc−connect {
    ev_channel ua−connect
  } def
  %%%%%%%%%%%% User Agent interaction routines
  opc−ua−user−negotiate {
    ev_contents cvx exec
    user−negotiate    
  } def
  
  opc−ua−admission−reply {    
    ev_contents cvx exec
    admission−reply    
  } def 
  opc−ua−user−message {
    ev_contents cvx exec
    user−message
  } def
  opc−ua−config−update {
    ev_contents cvx exec
    config−update    
  } def
  
  opc−ua−user−renegotiate {    
    ev_contents cvx exec
    user−renegotiate
  } def
  opc−ua−app−disconnected {
    ev_contents cvx exec
    app−disconnected
  } def
  
  opc−error {
    
  } def
  
  %%%%%%%%%%%% Various routines
  event−terminate {
    (Terminating ...\n) print
    SocketcomClose
    99 halt
  } def % 999
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  event−pf−exec {
    ev_contents cvx exec
  } def
  event−ticker {
    (Ticker ...\n) print ev_contents print
  } def
end
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Event begin
  % /user is provided to us already
  /applications 10 dict def
  /ua−connect { 
    pop
  } def
  
  /ua−disconnect { 
    (\(disconnected from ) = == (\)) =n
  } def
  
  /app−disconnected {
    /app−id sacp−parse−message
    % app−id
    user 1 index
    % app−id user app−id 
    (Application disconnected: ) 1 index 30 string cvs strcat (\n) strcat
    tcl−user−msg
    % app−id
    (destroy_config_dialog ) 
    user strcat ( ) strcat exch 30 string cvs strcat  
    tcl−eval
  } def
  
  /sacp−error {
    (\(error message from ) = == (: ) = (\)) =n
  } def
  /tclify−array {
    ({)
      % array string
      0 1 3 index alength 1 sub {
        % array string index
        2 index 1 index aget dup type arraytype eq {
          % array string index element
          tclify−array 
        }{
          50 string cvs
        } ifelse
        % array string index element
        2 index exch strcat exch
        % array string string index
        3 index alength 1 sub ne { ( ) strcat } if
        exch pop
    } for
      (}) strcat
    exch pop
  } def
  % configuration configuration−to−message string
  /configuration−to−message {
    ({)
      % array string
      0 1 3 index alength 1 sub {
        % array string index
        2 index 1 index aget dup type arraytype eq {
          % array string index element
          configuration−to−message
        }{
          50 string cvs
        } ifelse
        % array string index element
        2 index exch strcat exch
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        % array string string index
        3 index alength 1 sub ne { ( ) strcat } if
        exch pop
    } for
    (}) strcat
    exch pop
  } def
  % user app−id msg tcl−user−msg −
  /tcl−user−msg {
    % tcl function: user_message user app_id msg    
    (user_message )
    3 index 30 string cvs strcat ( ) strcat 
    2 index 30 string cvs strcat ( ) strcat
    (") strcat 1 index strcat (") strcat
    tcl−eval
    pop pop pop
  } def
% parameter−array:
%    [ [ /app−id (app−id) ]
%      [ /app−name (name) ]
%      [ /intersection [] ]
%      [ /sys−params [] ]
%      [ /media−specs [] ]]
  /user−negotiate {
    % add an entry in the applications with key (app−id)
    adup applications exch dup
    % array dict array array
    /app−id sacp−parse−message cvn  exch dput
    (user_select_configuration  ) (USER) pf−getenv strcat ( ) strcat
    % array string
    1 index /app−name sacp−parse−message strcat ( ) strcat
    1 index /app−id sacp−parse−message strcat ( ) strcat
    1 index /intersection sacp−parse−message get−sink dup get−constraint 1 aget
    % array string sink constraint
    tclify−array 2 index exch strcat ( ) strcat
    % array string sink string
    exch
    % array string string sink
    % −−remove the constraint we (don’t need it in the tcl function):
    dup alength 1 sub remove−at
    % array string string sink
    tclify−array strcat
    exch pop exch pop
    tcl−eval
  } def
% parameter−array:
% [ [ /reject (reason) ] | [ /service−level (level) ] ]
  /admission−reply {
    dup /reject sacp−parse−message dup null ne {
      % −−  message to user goes here...
      pop pop
    }{
      pop
      /service−level sacp−parse−message dup null ne {
        % −−  message to user goes here...
        pop pop
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      }{
        pop pop
      } ifelse
    } ifelse
  } def
% parameter−array:
%  [ [ /app−id (name) ]
%    [ /message (message) ] ]
  /user−message {
    % just forward the message to the user using tcl−user−msg:
    user
    1 index /app−id 30 string cvs sacp−parse−message
    2 index /message sacp−parse−message
    tcl−user−msg
    pop
 } def
% parameter array:
%  [ [ /app−id (name) ]
%    [ /configuration [] ] ]
  /config−update {
    %    gi beskjed til brukeren om at konfigurasjonen er blitt forandret
    user 1 index /app−id sacp−parse−message 30 string cvs
    (Message from Service Agent: Configuration has been set to:\n)
    3 index sacp−parse−message array−to−string strcat (\n) strcat
    tcl−user−message
  } def
  % procedure−body name data add−data procedure−body
  /add−data {
    exch
    2 index exch array−add
    exch array−add
    /def load array−add
    exch pop
  } def
  % procedure−body name add−function procedure−body
  /add−function {
    exch 1 index array−add exch
    % procedure−body name
    load array−add
    /def load array−add
  } def
  % a bunch of def’s specifying the user’s preferences,
  % which will be used by the adaptation function later on
  % (these will be defined in the remote application’s runtime environment)
  % what we’ll need is:
  % − a "favourite" configuration
  % − an adaptation ladder, mapping available resources to configurations
  % min−max−list preferred−configuration gen−preference−function preference−func
tion
  /gen−preference−function {
    0 array
    % add custom data structures and functions
    exch /preferred−configuration exch     add−data
    exch /resource−intervals exch          add−data
    % these are all functions we may need at the Service Agent, so 
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    % we better bring them with us
    /configuration−to−message              add−function
    /get−mime−list−from−configuration      add−function
%    /find−suitable−configuration           add−function
    /compute−bandwidth                     add−function
    /get−best−specified−value              add−function
    /get−worst−specified−value             add−function
    /create−max−configuration              add−function
    /create−min−configuration              add−function
    /source−get−possible−values            add−function
    /config−has−mime−type                  add−function
    /config−get−param−value                add−function
    /config−set−param−value                add−function
    /sort−set                              add−function
    /sort−configurations−by−max−value      add−function
    /can−increase−parameter−quality        add−function
    /can−decrease−parameter−quality        add−function
    /get−incr−parameter−quality            add−function
    /get−decr−parameter−quality            add−function
    /adjust−quality                        add−function
    /bw−table−lookup                       add−function
    /mime−list−equal                       add−function
    cvx
  } def
  % level bw−table−lookup mime−list
  /bw−table−lookup {
    null
    resource−intervals
    sort−configurations−by−max−value {
      dup 1 aget 0 aget
      % level null entry max
      3 index lt {
        0 aget exch pop exit
      }{
        % level null entry
        dup 1 aget 1 aget
        3 index lt {
          0 aget exch pop exit
        }{
          pop
        } ifelse
      } ifelse
    } aforall
    exch pop
  } def
  % list1 list2 mime−list−equal bool
  /mime−list−equal {
    1 index null ne 1 index null ne and {
      false
      2 index {
        % list1 list2 bool entry1
        2 index exch has−element not {
          pop false exit
        }{
          pop true
        } ifelse
      } aforall
      exch pop exch pop
    }{
      pop pop false
    } ifelse
  } def
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  /my−adapt {
    /sys−params sacp−parse−message dup
    /bandwidth sacp−parse−message dup null ne {
      dup /current sacp−parse−message cvr exch
      /allowed sacp−parse−message cvr
      % current−bw allowed−bw
      dup bw−table−lookup 
      get−current−configuration get−mime−list−from−configuration 
      mime−list−equal {
        % keep (and adjust) the current configuration 
        exch pop
        % allowed−bw
        find−necessary−media−objects exch
        get−source−intersection exch
        get−current−configuration
        adjust−quality
        dup configuration−to−message
        (Adaptation function adjusted configuration to:\n) exch strcat (\n\n) st
rcat
        user−message
        set−configuration
      }{
        % current−bw allowed−bw
        dup bw−table−lookup
        % current allowed mime−list
        dup null ne { 
          % −− tune the suitable configuration
          % current allowed mime−list
          (source) exch 
          % current allowed direction mime−list
          get−intersection exch
          % current allowed direction intersection mime−list 
          find−necessary−media−objects exch 
          % current allowed direction intersection media−specs mime−list 
          create−min−configuration
          % current allowed configuration
          % (specs source allowed−bw config adjust−quality −−> config)
          find−necessary−media−objects 
          get−source−intersection
          % current allowed configuration specs source
          3 index 3 index 
          % current allowed configuration specs source allowed configuration
          adjust−quality
          dup configuration−to−message 
          (Adaptation function set new configuration:\n ) exch strcat 
          (\n\n) strcat user−message
          set−configuration
          3 { pop } repeat
        }{
          3 { pop } repeat
          (Adaptation function is unable to find suitable configuration\n) reneg
otiate
        } ifelse
      } ifelse
    }{
      % only bandwidth adaptation is implemented
      pop
      (Adaptation function: only able to adapt to bandwidth changes\n) renegotia
te
    } ifelse
  } def
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  % parameter−array:
  % [ [ /app−id (name) ] [ /reason (description) ]
    /user−renegotiate {
      dup /app−id sacp−parse−message exch /reason sacp−parse−message
      % app−id reason
      user 2 index 2 index tcl−user−msg
      pop pop
    } def
  % called from tcl:
  % user app−id configuration pf−res−test −
  /pf−res−test {
    % user app−id configuration
    % find mappings:
    applications 2 index cvn dget /media−specs sacp−parse−message 1 index
    % user app−id configuration mediaspecs configuration
    compute−bandwidth 
    % user app−id configuration bandwidth
    (bandwidth needed: ) exch 30 string cvs strcat (\n) strcat
    % user app−id configuration message
    3 index exch 
    3 index 20 string cvs  exch tcl−user−msg
    pop pop pop
  } def
% app−id configuration adapt−func pref−func gen−ua−configuration−message msg
%    [ [ /app−id (name) ]
%      [ /configuration [] ]
%      [ /adapt−func [] ] 
%      [ /preference−func [] ] ]
  /gen−ua−configuration−message {
    % app−id configuration adapt−func pref−func
    0 array
    0 array /app−id array−add 5 index array−add array−add
    0 array /configuration array−add 4 index array−add array−add
    0 array /adapt−func array−add 3 index array−add array−add
    0 array /preference−func array−add 2 index array−add array−add
    array−to−string 
    4 { exch pop } repeat
  } def  
  
  % called from tcl
  % user app−id configuration pf−use−configuration −
  /pf−use−configuration {
    applications 2 index cvn dget /media−specs sacp−parse−message 1 index
    % user app−id configuration mediaspecs configuration
    compute−bandwidth cvr
    % user app−id configuration bandwidth
    applications 3 index dget /sys−params sacp−parse−message 
    /bandwidth sacp−parse−message cvr
    % user app−id configuration bandwidth available−bandwidth
    1 index 1 index lt {
      % ok configuration, generate message
      % user app−id configuration bandwidth available−bandwidth
      (sink)
      applications 5 index dget dup /intersection sacp−parse−message exch
      /media−specs sacp−parse−message get−min−max−intervals
      3 index gen−preference−function 
      % user app−id configuration bandwidth available−bandwidth pref−fn
      4 index 4 index /my−adapt load 3 index gen−ua−configuration−message
      % user app−id configuration bandwidth available−bandwidth pref−fn message
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      opc−ua−configuration  (sacp) sacp−message
      6 { pop } repeat
    }{
      % configuration demands too much bandwidth
      (The selected configuration demands too much bandwidth. Please reconfigure
.\n)
      (Requested \(approx.\): ) strcat 2 index 15 string cvs strcat (\n) strcat
      (Available: ) strcat 1 index 15 string cvs strcat (\n) strcat
      % user app−id configuration bandwidth available−bandwidth message
      5 index exch 5 index 30 string cvs exch tcl−user−msg
      5 { pop } repeat
    } ifelse
  } def
end
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/user−agent 300 dict def
user−agent begin
/comopdef {  512 add opdef } bind def
%(/home/gap/hfag/sacp_work/pflib/comlibop.pf) run
(comlibop.pf) run
/systembuffer 120 string def
/printbuffer 120 string def
/fprintf {
   dup /type systemdict send 68 eq {
    1 index ( [ ) writeline
    { 1 index exch fprintf dup ( ) writeline } aforall
    ( ] ) writeline
   } {
      printbuffer cvs writeline
   } ifelse
} def
(tcl−interface.pf) run
(../service−agent/genutils.pf) run
(../service−agent/protocol.pf) run
(ua−callbacks.pf) run
(../service−agent/events.pf) run
(../service−agent/sacp−utils.pf) run
(adaptation.pf) run
(configuration−tune.pf) run
(ua−sacp.pf) run
(../service−agent/disjunctive.pf) run
(../service−agent/intersector.pf) run
% Execute all files in argv (use of suffix is mandatory). 
1 1 argv alength 1 sub {
  argv exch aget dup (Load ) print = (\n) print run
} for
false {
% use first free port number counting from 1360 
1 SleepRetry pop
0 BindRetry pop
(sacp) dup CVPortnumber 
{ 1 index 1 index OpenServer
  dup 0 gt { exit } if
  pop 1 add
} loop
(sacp: using portnumber ) = dup =n
/service−agent−port exch def
pop
} if
(u−agent) OpenClient
(localhost) (1360) (sacp) AddPortmapEntry ==n
/user (USER) pf−getenv def
Event /user user dput
% attach to Service Agent
([ [ /user \() user strcat (\) ] ]) strcat opc−user−agent−attach (sacp) sacp−mes
sage
%([ [ /user \(gap\) ] ]) opc−user−agent−attach (sacp) sacp−message
% run main loop forever
eventloop
quit
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wm title . "User Agent"
####### Menubar
frame .menubar −bd 2 −relief raised −bg white
menubutton .menubar.file −bg white −underline 0 −text "File" −menu .menubar.file.
menu
menu .menubar.file.menu −bg white
.menubar.file.menu add command −label "Quit" −underline 1 −command { exit }
#.menubar.file.menu add command −label "Restart pf" −command "restart_pf"
menubutton .menubar.edit −bg white −underline 0 −text "Edit" −menu .menubar.edit.
menu
menu .menubar.edit.menu
#.menubar.edit.menu add command −label "Test Negotiate" −underline 0\
# −command { user_negotiate }
menubutton .menubar.windows −bg white −underline 0\
−text "Windows" −menu .menubar.windows.menu
menu .menubar.windows.menu
.menubar.windows.menu add command −label "PF Console" −underline 0\
−command { toggle_pf_console } 
.menubar.windows.menu add command −label "SACP Console" −underline 0\
−command { toggle_sacp_console }
.menubar.windows.menu add command −label "Connections" −underline 0\
−command { display_connections }
pack .menubar.file .menubar.edit .menubar.windows −side left
####### Main area (canvas displaying an image)
frame .main  −bg white
canvas .main.canvas −bg white −height 162 −width 124
image create photo sa_face −file face.gif
.main.canvas create image 0 0  −image sa_face −anchor nw
pack .main.canvas
####### Configure the grid, set up for resizing.
grid config .menubar −column 0 −row 0 \
        −columnspan 1 −rowspan 1 −sticky "snew" 
grid config .main    −column 0 −row 1 \
        −columnspan 1 −rowspan 1 −sticky "snew" 
grid columnconfigure . 0 −weight 1
grid rowconfigure . 1 −weight 1
####### Bind mouse events
bind .main.canvas <Button−3> "tk_popup .menubar.windows.menu %x %y "
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set have_pf_console false
proc pf_eval {} {
    set code [.pf_console.main.textinput get 1.0 end]
    evaluate_pf $code # evaluate_pf is an ET function
}
# Gets called from pf (redirection of print operator)
proc pf_output {s} {
    if {[winfo exists .pf_console]} {
#      global have_pf_console
#    if {$have_pf_console} 
.pf_console.output.text insert end $s
.pf_console.output.text see end
    } else {
puts $s
    }
}
proc pf_clear_output {} {
    if {[winfo exists .pf_console]} {
.pf_console.output.text delete 1.0 end
    }   
}
proc toggle_pf_console {} {
    global have_pf_console
    if {$have_pf_console} {
wm iconify .pf_console
set have_pf_console false
#destroy .pf_console
    } else {
set have_pf_console true
if {[winfo exists .pf_console]} {
    wm deiconify .pf_console
} else {
    # New window for interactive pf input/output
    toplevel .pf_console
    # Menu bar
    frame .pf_console.menubar −bd 2 −relief raised −bg white
    
    menubutton .pf_console.menubar.file −bg white −underline 0 −text "Fil
e"\
    −menu .pf_console.menubar.file.menu
    menu .pf_console.menubar.file.menu −bg white
    .pf_console.menubar.file.menu add command −label "Close"\
    −underline 1 −command "toggle_pf_console"
    
    menubutton .pf_console.menubar.edit −bg white −underline 0 −text "Ed
it"\
    −menu .pf_console.menubar.edit.menu
    menu .pf_console.menubar.edit.menu
    .pf_console.menubar.edit.menu add command −label "Evaluate buffer"\
    −underline 1 −command { pf_eval }
    .pf_console.menubar.edit.menu add command −label "Clear output"\
    −underline 1 −command { pf_clear_output }
    
    pack .pf_console.menubar.file .pf_console.menubar.edit −side left
    
    
    # Main text input area
    frame .pf_console.main −bd 2 −relief groove
    text .pf_console.main.textinput −bg white −fg navy −yscrollcommand \
    ".pf_console.main.ys set"
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    scrollbar .pf_console.main.ys −command ".pf_console.main.textinput yview"
    pack .pf_console.main.textinput .pf_console.main.ys −side left −fill
 y
    
    # Output area
    frame .pf_console.output −bd 1 −relief groove
    text .pf_console.output.text −relief sunken −bd 2 −bg white −fg navy
 \
    −yscrollcommand ".pf_console.output.ys set"
    scrollbar .pf_console.output.ys −command ".pf_console.output.text yview"
    pack .pf_console.output.text .pf_console.output.ys −side left −fill 
y
    
    # Set up the grid correctly
    grid config .pf_console.menubar    −column 0 −row 0 \
    −columnspan 1 −rowspan 1 −sticky "snew" 
    grid config .pf_console.main    −column 0 −row 1 \
    −columnspan 1 −rowspan 1 −sticky "snew" 
    grid config .pf_console.output  −column 0 −row 2 \
    −columnspan 1 −rowspan 1 −sticky "snew" 
    
    # Column 0 (the only one) gets the extra space.
    grid columnconfigure . 0 −weight 1
    
    # Row 2 (the main area) gets the extra space.
    grid rowconfigure . 1 −weight 1
    
    # Provide shortcut for evaluation of PF code
    bind .pf_console <Control−e> pf_eval
    bind .pf_console <Control−c> pf_clear_output
    bind .pf_console <Control−w> toggle_pf_console
    
    # Catch ’destroy’ event
    bind .pf_console <Destroy> pf_console_on_destroy
}
    }
}
proc pf_console_on_destroy {} {
    global have_pf_console
    set have_pf_console false
}
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set have_sacp_console false
# Gets called from pf (redirection of print operator)
proc sacp_output {s} {
    global have_sacp_console
    if {$have_sacp_console} {
.sacp_console.output.text insert end "$s\n"
.sacp_console.output.text see end
    } else {
puts "*$s"
    }
}
proc sacp_eval {} {
    set msg [.sacp_console.main.textinput get 1.0 end]
    #sacp_send $msg # sacp_send is an ET function
    eval $msg
}
proc toggle_sacp_console {} {
    global have_sacp_console
    if {$have_sacp_console} {
wm iconify .sacp_console
set have_sacp_console false
    } else {
set have_sacp_console true
if {[winfo exists .sacp_console]} {
    wm deiconify .sacp_console
} else {
    # New window for interactive pf input/output
    toplevel .sacp_console
    
    # Menu bar
    frame .sacp_console.menubar −bd 2 −relief raised
    
    menubutton .sacp_console.menubar.file −underline 0 −text "File"\
    −menu .sacp_console.menubar.file.menu
    menu .sacp_console.menubar.file.menu
    .sacp_console.menubar.file.menu add command −label "Close"\
    −underline 1 −command "toggle_sacp_console"
    
    pack .sacp_console.menubar.file −side left
    
    # Main text input area
    frame .sacp_console.main −bd 2 −relief groove
    text .sacp_console.main.textinput −bg grey −yscrollcommand \
    ".sacp_console.main.ys set"
    scrollbar .sacp_console.main.ys −command \
    ".sacp_console.main.textinput yview"
    pack .sacp_console.main.textinput .sacp_console.main.ys −side left −
fill y
    
    # Output area
    frame .sacp_console.output −bd 1 −relief groove
    text .sacp_console.output.text −relief sunken −bd 2 \
    −yscrollcommand ".sacp_console.output.ys set"
    scrollbar .sacp_console.output.ys −command \
    ".sacp_console.output.text yview"
    pack .sacp_console.output.text .sacp_console.output.ys −side left −f
ill y
    
    # Set up the grid correctly
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    grid config .sacp_console.menubar    −column 0 −row 0 \
    −columnspan 1 −rowspan 1 −sticky "snew" 
    grid config .sacp_console.main    −column 0 −row 1 \
    −columnspan 1 −rowspan 1 −sticky "snew" 
    grid config .sacp_console.output  −column 0 −row 2 \
    −columnspan 1 −rowspan 1 −sticky "snew" 
    
    # Column 0 (the only one) gets the extra space.
    grid columnconfigure . 0 −weight 1
    
    # Row 2 (the main area) gets the extra space.
    grid rowconfigure . 1 −weight 1
    
    # Provide shortcut for sending sacp messages
    bind .sacp_console <Control−e> sacp_eval
    
    # Catch ’destroy’ event
    bind .sacp_console <Destroy> sacp_console_on_destroy
}
    }
}
proc sacp_console_on_destroy {} {
    global have_sacp_console
    set have_sacp_console false
}
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proc user_message {user app_id msg} {
    global bg_col
    set msg_name .$user
    
    # Output area
    if [winfo exists $msg_name] {
$msg_name.text insert end $msg
$msg_name.text see end
    } else {
toplevel $msg_name −bg $bg_col
wm title $msg_name  "User Agent: messages"
text $msg_name.text −relief sunken −bd 2 −bg white −fg navy \
−yscrollcommand "$msg_name.ys set" −height 10 −width 80
scrollbar $msg_name.ys −command "$msg_name.text yview"
pack $msg_name.text $msg_name.ys −side left −fill y
$msg_name.text insert end $msg
$msg_name.text see end
    }
}
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# specifications:
#  [ (video/h261) [
#      [ (samplerate) [ 0 30 ] ]
#      [ (framesize) [ /set [ 176 144 ] [ 352 288 ] ] ]
#      [ (qscale) [ 1 30 ] ] 
#    ]
#  ]
# configurations:
#  [ (video/h261) [
#      [ (samplerate) 10 ]
#      [ (framesize) [ 176 144 ] ]
#      [ (qscale) [ 29 ] ]
#    ]
#    (audio/au) [
#      [ (samplerate) 10000 ]
#      [ (samplesize) 16 ]
#    ]
#  ]
proc approximate_resource_test {user app_id} {
    global evaluate_pf
    set pf_param_str "\["
    set configuration [get_configuration $user $app_id]
    #puts $configuration
    foreach element $configuration {
append pf_param_str " ($element) \["
set media_entry "$user/$app_id/$element"
global $media_entry
set params [array get $media_entry]
#puts $params
for { set i 0 } { $i < [expr [llength $params] ] } { incr i 2} {
    set param_name [lindex $params $i]
    set param_value [lindex $params [expr $i + 1]]
    append pf_param_str " \["
    append pf_param_str " ($param_name) "
    if {[llength $param_value] > 1} {
append pf_param_str " \["
foreach subval $param_value {
    append pf_param_str " $subval"
}
append pf_param_str " \]"
    } else {
append pf_param_str $param_value
    }
    #puts "name: $param_name value: $param_value"
    append pf_param_str " \]"
}
append pf_param_str " \]"
    }
    append pf_param_str " \]"
    set pf_str "($user) /$app_id $pf_param_str pf−res−test"
#    puts $pf_str
    evaluate_pf $pf_str
}
proc use_configuration {user app_id} {
    puts "ok button user $user, app_id $app_id "
    global evaluate_pf
    set pf_param_str "\["
    set configuration [get_configuration $user $app_id]
    #puts $configuration
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    foreach element $configuration {
append pf_param_str " ($element) \["
set media_entry "$user/$app_id/$element"
global $media_entry
set params [array get $media_entry]
puts $params
for { set i 0 } { $i < [expr [llength $params] ] } { incr i 2} {
    set param_name [lindex $params $i]
    set param_value [lindex $params [expr $i + 1]]
    append pf_param_str " \["
    append pf_param_str " ($param_name) "
    if {[llength $param_value] > 1} {
append pf_param_str " \["
foreach subval $param_value {
    append pf_param_str " $subval"
}
append pf_param_str " \]"
    } else {
append pf_param_str $param_value
    }
    #puts "name: $param_name value: $param_value"
    append pf_param_str " \]"
}
append pf_param_str " \]"
    }
    append pf_param_str " \]"
    set pf_str "($user) /$app_id $pf_param_str pf−use−configuration"
#    puts $pf_str
    evaluate_pf $pf_str
}
global bg_col
set bg_col "#efefef"
# arrays indexed by "user/app_id"
#global specs
global configurations
#array set specs ""
array set configurations ""
proc get_configuration {user app_id} {
    global configurations
    set index "$user/$app_id"
    set index_found false
    foreach key [array names configurations] {
if {$key == $index} {
    set index_found true
    break
}
    }
    
    if {$index_found} {
set configuration $configurations($index)
    } else {
set configurations($index) ""
set configuration $configurations($index)
    }
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    return $configuration
}
proc update_configuration {user app_id new_configuration} {
    global configurations
    set index "$user/$app_id"
    set configurations($index) $new_configuration
    #puts [array get configurations]
}
proc delete_old_configuration { user app_id } {
    set configuration [get_configuration $user $app_id]
    foreach element $configuration {
set u_element "$user/$app_id/$element"
global $u_element
if [info exists $u_element] {
    unset $u_element
}
    }
}
proc update_param_set {user app_id widget_name media_name param_name} {
    set u_media_name "$user/$app_id/$media_name"
    global $u_media_name
    set ${u_media_name}($param_name) [$widget_name cget −value]
} 
proc update_param_range {user app_id media_name param_name value} {
    set u_media_name "$user/$app_id/$media_name"
    global $u_media_name
    set ${u_media_name}($param_name) $value
}
proc step_up {widget} {
    set ret_str [ string range $widget 0 [expr [string last "." $widget] −1]]
    if {$ret_str == ""} {
set ret_str "." 
    }
    return $ret_str
}
proc display_media_parameters {user app_id parent media_name params} {
    global bg_col
    frame $parent.$media_name −bg $bg_col −relief sunken
    
    label $parent.$media_name.name −text "$media_name:" \
    −bg $bg_col \
    −anchor w
    pack $parent.$media_name.name −fill both
    
    foreach param $params {
set param_name [lindex $param 0]
if {[lindex [lindex $param 1] 0] == "set"} {
    set param_type "set"
    set param_values [lrange [lindex $param 1] 1 end]
} else {
    set param_type "range"
    set param_values [lindex $param 1]
}
#puts "name: $param_name, type: $param_type, values: $param_values"
if {$param_type == "set"} {
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    frame $parent.$media_name.$param_name −bg $bg_col
    label $parent.$media_name.$param_name.name −text "$param_name:" \
    −bg $bg_col \
    −anchor w \
    −font −*−*−r−*−*−*−10−*−*−*−*−*−*−*
    pack $parent.$media_name.$param_name.name −fill both
    foreach val $param_values {
set button_name "$parent.$media_name.$param_name"
append button_name "_check" [lindex $val 0]
radiobutton  $button_name\
−text $val \
−background $bg_col \
−indicatoron true \
−padx 5 \
−pady 5 \
−anchor w \
−font −*−*−r−*−*−*−10−*−*−*−*−*−*−* \
−value $val \
−variable $parent.$media_name.$param_name \
−command "update_param_set $user $app_id $button_name $media_name $para
m_name"
$button_name select
pack $button_name −after $parent.$media_name.$param_name.name \
−fill x 
update_param_set $user $app_id $button_name $media_name $param_n
ame
    }
    pack $parent.$media_name.$param_name −anchor w −fill both
} else {
    scale $parent.$media_name.$param_name \
    −from [lindex $param_values 0] \
    −to [lindex $param_values 1] \
    −label $param_name \
    −orient horizontal \
    −bg $bg_col \
    −font −*−*−r−*−*−*−10−*−*−*−*−*−*−* \
    −command "update_param_range $user $app_id $media_name $param_name"
    update_param_range $user $app_id $media_name $param_name \
    [lindex $param_values 0]
    pack $parent.$media_name.$param_name
}
    }
    pack $parent.$media_name −side left
}
proc parameter_select {user app_id listwidget y} {
    global bg_col
#    global configuration
    set media_frame [step_up $listwidget]
    set param_frame [step_up $media_frame].parameterframe
    destroy $param_frame
    frame $param_frame −bg $bg_col
    set test_cmd "approximate_resource_test $user $app_id"
    set ok_cmd "use_configuration $user $app_id"
    
    destroy $media_frame.ok_button
    button $media_frame.ok_button −text "OK" −underline 1 \
    −command "eval $ok_cmd"
    destroy $media_frame.test_button
    button $media_frame.test_button −text "Test" \
    −command "eval $test_cmd"
    pack $media_frame.test_button $media_frame.ok_button −side left −padx 10
Page 4/6user−negotiate.tcl
    set selected [$listwidget get [$listwidget nearest $y]]
    update_configuration $user $app_id $selected
    frame $param_frame.display −bg $bg_col
    for {set i 0} {$i < [llength $selected]} {incr i} {
set parameter_info [get_media_info $user $app_id [lindex $selected $i]]
display_media_parameters \
$user \
$app_id \
$param_frame.display \
[lindex $selected $i] \
$parameter_info
    }
    
    pack $param_frame.display 
    pack $param_frame −padx 10 −pady 10
}
proc media_select {parent user app_name app_id choices} {
    global bg_col
    wm title $parent "$user/$app_name"
    frame $parent.mediaframe −bg $bg_col
#      label $parent.mediaframe.header \
#      −text "Select configuration:" \
#      −bg $bg_col 
    label $parent.mediaframe.header \
    −text "$app_id offers\nconfigurations:" \
    −bg $bg_col 
    listbox $parent.mediaframe.medialist −bg $bg_col −selectborderwidth 0 −relie
f groove
    for { set i 0 } { $i < [llength $choices] } { incr i } {
if {[llength [lindex $choices $i]] > 1} {
    $parent.mediaframe.medialist insert $i [lindex $choices $i]     
} else {
    $parent.mediaframe.medialist insert $i [lindex $choices $i]
}
    }
    set cmd_string "{delete_old_configuration $user $app_id; "
    append cmd_string "parameter_select $user $app_id %W %y}"
    bind $parent.mediaframe.medialist <ButtonPress−1>\
    "eval $cmd_string"
    # {delete_old_configuration $user $app_id; parameter_select $user $app_id 
%W %y}
    
    
    frame $parent.parameterframe
    pack $parent.mediaframe.header −anchor w
    pack  $parent.mediaframe.medialist \
    −side top −padx 10 −pady 10
    pack $parent.mediaframe $parent.parameterframe −side left −anchor nw
}
proc show_array arrayName {
    upvar $arrayName myArray
    
    foreach element [array names myArray] {
puts stdout "${arrayName}($element) =  $myArray($element)"
    }
}
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proc lookup {arrayName element} {
    upvar $arrayName myArray
    
    return $myArray($element)
}
proc get_media_info {user app_id name} {
 global $user/$app_id.spec 
    set val [lookup $user/$app_id.spec $name]
    return $val
}
proc add_media_spec {array_name spec } {
    global  $array_name
    foreach mediaentry $spec {
set entry_name [lindex $mediaentry 0]
set entry_val [lindex $mediaentry 1]
set ${array_name}($entry_name) $entry_val
    }
}
proc remove_media_spec {user app_id} {
    global $user/$app_id.spec
    unset $user/$app_id.spec
}
proc destroy_config_dialog {user app_id} {
    set window_name .$user$app_id
    if { [winfo exists $window_name] } {
destroy $window_name
    }
}
proc user_select_configuration {user app_name app_id choices media_spec} {
    global bg_col
    #set wnd .$user$app_name
    set wnd .$user$app_id
    global $user/$app_id.spec
    array set $user/$app_id.spec ""
    
    #puts "Media spec: $media_spec"
    add_media_spec $user/$app_id.spec $media_spec
#    show_array $user/$app_id.spec
    if { ![winfo exists $wnd] } {
toplevel $wnd −bg $bg_col
    }
    media_select $wnd $user $app_name $app_id $choices
}
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