





Abstract—SRS document is one of artifacts produced during 
requirements engineering and it contains detail description of 
behavior of system to be developed. It describes functionalities 
and  non-functionalities that should be established within the 
system. Some works has been focused on analyzing SRS to 
measure the quality of software process. To measure the 
quality, metrics is established based on features of SRS 
document. This paper introduces a CASE tool for extracting 
textual features of SRS document. It utilized methods well 
known in textual processing, mainly part-of-speech for tagging 
words and TF*IDF for extracting requirements. During the 
test, the tool manage to extract features and stored the metdata 
in RDF file. 
 
Index Terms—feature extraction, SRS, metadata. 
 
I. INTRODUCTION 
OKUMEN Spesifikasi Kebutuhan Perangkat Lunak 
(SKPL) mengandung deskripsi lengkap dari perilaku 
sebuah sistem yang akan dikembangkan. Dokumen ini berisi 
rincian kebutuhan fungsionalitas dan non-fungsionalitas. 
Dokumen SKPL memiliki beberapa fungsi. Pertama, SKPL 
berfungsi untuk mencatat semua kebutuhan pengguna 
perangkat lunak. Kedua, SKPL berfungsi sebagai kontrol 
saat proses pengembangan perangkat lunak dilakukan, 
sehingga setiap tahapan pengerjaan pengembangan sesuai 
dengan yang diharapkan, sebagai acuan pada saat pengujian 
dilakukan sehingga hasil akhir sesuai dengan yang 
dibutuhkan. Ketiga, SKPL berfungsi sebagai pedoman jika 
terdapat perbedaan antara pengguna dengan pengembang 
sistem terhadap hasil pengembangan perangkat lunak. 
Terakhir, SKPL berfungsi sebagai bukti bahwa pengembang 
dalam hal ini sistem analis telah melakukan tahap software 
requirement analysis. 
Saat sebuah perangkat lunak mulai dikembangkan, 
pengembang perangkat lunak harusnya membuat dokumen 
SKPL. Dokumen ini harus dimengerti secara menyeluruh 
oleh pengembang perangkat lunak agar perangkat lunak 
yang diciptakan sesuai dengan keinginan pengguna. Pada 
kenyataannya, pengembang perangkat lunak terkadang sulit 
 
1 Daniel Siahaan is with Informatics Department, Institut Teknologi 
Sepuluh Nopember, Surabaya, Indonesia, phone: +62-31-5939214; e-mail: 
daniel@ if.its.ac.id.  
2 Sarwosri is with Informatics Department, Institut Teknologi Sepuluh 
Nopember, Surabaya, Indonesia, phone: +62-31-5939214; e-mail: sri@ 
if.its.ac.id. 
3 
Himmatul Azizah was with Informatics Department, Institut Teknologi 
Sepuluh Nopember, Surabaya, Indonesia 
untuk menganalisa sebuah dokumen SKPL yang digunakan 
sebagai pedoman saat pembuatan perangkat lunak. 
Seringkali para pengembang perangkat lunak kurang hati-
hati dan tidak teliti, sehingga mengakibatkan terjadinya 
kesalahan analisa yang menimbulkan banyak kerugian. 
Kesalahan analisa dokumen SKPL yang diketahui ketika 
sudah memasuki penulisan kode atau pengujian, bahkan 
hampir pada tahap penyelesaian, adalah malapetaka besar 
bagi sebuah kelompok pembuat perangkat lunak. Biaya dan 
waktu yang diperlukan menjadi banyak yang tersia-sia. 
Biaya yang diperlukan untuk memperbaiki sebuah kesalahan 
karena analisa kebutuhan yang tidak benar bisa menjadi dua 
puluh lima kali lipat, jika kesalahan tersebut ditemukan pada 
tahap pengujian fungsi perangkat lunak. 
Seringkali para pengembang perangkat lunak harus 
berulangkali menemui pengguna perangkat lunak yang 
sedang dikembangkan karena kesalahan analisa. Terkadang 
pula pengguna memberi waktu pengerjaan yang sangat 
singkat sehingga perangkat lunak yang dihasilkan menjadi 
tidak sempurna. 
Shadi Moradi Seresht dan Olga Ormandjieva  melakukan 
penelitian mengenai perangkat lunak yang dapat 
menghasilkan high level contextual view pada aktor dan 
layanan dari sebuah sistem perangkat lunak secara otomatis 
[1]. Penelitian ini berfokus pada analisis Use Case sebagai 
salah satu artifak dari proses rekayasa kebutuhan perangkat 
lunak. Kendala dari perangkat lunak ini adalah 
ketidaktetapan pada dokumen teks yang besar sehingga 
menyebabkan dokumen tersebut sulit untuk diidentifikasi.  
Penelitian lain yang dilakukan oleh Giuseppe Lami dari 
Software Engineering Institute, Carnegie Mellon University 
pada tahun 2005 mengenai QuARS (Quality Analyzer for 
Requirements Specifications) [3]. QuARS merupakan 
perangkat lunak yang digunakan untuk menganalisa 
dokumen kebutuhan yang diambil dari projek industri yang 
nyata. Dalam penelitian ini, kebutuhan perangkat lunak 
dianalisis untuk memastikan apakah mengandung ambiguitas 
atau tidak. Kesempurnaan analisa tergantung dari 
kelengkapan dan keakurasian kamus yang terdapat pada 
perangkat lunak tersebut.  
Berangkat dari masalah–masalah tersebut, maka 
dipandang perlu untuk membangun sebuah modul yang 
dapat membantu pengembang perangkat lunak 
mengekstraksi metadata dari sebuah dokumen SKPL. 
Ekstraksi metadata dokumen SKPL tersebut diharapkan 
dapat membantu pengembang dalam menganalisa dokumen 
SKPL. Berbeda dengan penelitian sebelumnya yang 
inputnya berupa daftar kebutuhan, pada perangkat lunak 
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yang akan dibangun kali ini inputnya berupa dokumen 
SKPL. Dalam mengekstraksi metadata dari dokumen SKPL, 
digunakan algoritma part-of-speech untuk mengekstraksi 
metadata dokumen yang berupa teks. 
  
 
II. SPESIFIKASI KEBUTUHAN PERANGKAT LUNAK 
SKPL adalah sebuah dokumen yang dibuat ketika sebuah 
perangkat lunak akan dikembangkan. Di dalamnya terdapat 
detil penjelasan dari keseluruhan aspek dari sebuah 
perangkat lunak. Ketika sebuah perangkat lunak akan 
dikembangkan dan memiliki spesifikasi yang sedikit atau 
ketika sebuah sistem terlalu kompleks, dokumen SKPL 
sangatlah dibutuhkan. Ketika dokumen SKPL telah siap, 
maka dokumen tersebut diserahkan pada pengguna untuk 
direview. [5] 
Isi standar dari sebuah dokumen SKPL yang memiliki 
format IEEE adalah bagian pendahuluan, yang memberi 
pengantar mengenai spesifikasi, baik itu mengenai definisi, 
tujuan, serta pembaca yang ditargetkan untuk membaca 
SKPL ini, serta pengenalan secara umum mengenai 
spesifikasi; bagian deskripsi umum, yang menjelaskan 
mengenai perspektif produk, fungsi-fungsi produk, 
karakteristik user, dan batasan umum dari sistem; dan bagian 
deskripsi spesifik, yang menampilkan rincian kebutuhan 
fungsional dan non-fungsional (yang meliputi data, kualitas 
sistem, dan batasan sistem).  
A. Use Case dan Aktor 
Use case merepresentasikan dialog antara aktor dan 
sistem. Use case mempresentasikan fungsionalitas yang 
disediakan oleh sistem yang tampak oleh aktor. Sebuah use 
case adalah suatu fungsionalitas tingkat tinggi yang 
disediakan sistem. Dengan kata lain use case 
menggambarkan bagaimana aktor menggunakan sistem. 
Notasinya adalah elips. Bentuk notasi dari use case 





Gambar 1. Notasi Use Case 
Aktor adalah orang-orang yang menggunakan sebuah 
sistem yang sama, tapi memiliki kepentingan berbeda 
terhadap sistem tersebut. Aktor merepresentasikan orang, 
perangkat keras, sistem atau subsistem yang menjalankan 
atau mengoperasikan sebuah sistem. Masing-masing aktor 
berasosiasi dengan satu use case. Aktor disebut pula entitas 






Gambar 2. Notasi Aktor 
  
 
B. Fitur sebagai Metadata 
Ketika sebuah dokumen dibuat menggunakan Microsoft 
Word, program menciptakan berkas binari dengan ekstensi 
“doc”. Pembuat program ini, memilih memasukkan kode 
biner ke dokumen untuk menyatakan bold text, kode biner 
yang menyatakan page break, dan kode biner lainnya untuk 
menyatakan semua informasi yang disediakan oleh berkas 
“doc”. Kode yang dimasukkan ke dokumen adalah metadata 
atau data mengenai data. Misalnya pada Microsoft Word, 
data aslinya berupa “a” dan metadatanya berupa “a should 
be in bold”.  
Definisi sederhana dari metadata adalah data mengenai 
data. Metadata ini mengandung informasi mengenai isi dari 
suatu data yang dipakai untuk keperluan manajemen file / 
data dalam suatu basis data. Jika data tersebut dalam bentuk 
teks, metadatanya biasanya berupa keterangan mengenai 
nama ruas (field), panjang field, dan tipe fieldnya: integer, 
character, date, dan lain-lain. Untuk jenis data citra, 
metadata mengandung informasi mengenai siapa 
pembuatnya, kapan pembuatannya, dan setting kamera pada 
saat dilakukan pemotretan. Satu lagi untuk jenis data berupa 
kumpulan berkas, metadatanya adalah nama berkas, tipe 
berkas, dan nama pengelola dari berkas tersebut.  
III. ARSITEKTUR SISTEM 
Arsitektur dari sistem ini dapat dilihat pada Gambar 1. 
Tersebut terlihat bahwa hanya ada satu jenis aktor yang 
dapat mengakses sistem ini pada satu komputer. Pengguna 
dalam sistem ini merupakan developer. Kemudian developer 
tersebut memasukkan dokumen SKPL ke dalam sistem. 
Dokumen SKPLyang diproses harus berupa dokumen yang 
berbahasa Inggris dan memiliki file format Microsoft Word 
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yang ada pada dokumen
Memisahkan kata benda dan 












Gambar 1. Arsitektur Sistem 
Sistem memiliki lima proses yaitu mengubah dokumen 
docx menjadi xml, memisahkan dokumen yang telah terbaca 
menjadi subdokumen, memisahkan kata kerja dan kata 
benda pada subdokumen use case, memberi bobot pada 
setiap kata pada dokumen, dan yang terakhir menyimpan 










RDF merupakan representasi dari suatu model metadata 
dokumen yang mengandung subyek, predikat, dan obyek. 
Subyek merupakan bagian dari kalimat yang menjelaskan 
tentang sesuatu yang menjadi pusat kalimat. Predikat 
merupakan bagian dari kalimat yang menjelaskan property 
atau karakteristik dari subyek yang dibicarakan yang 
berisikan hubungan antar resource. Dan obyek merupakan 
bagian dari kalimat yang menjelaskan nilai atau value untuk 
property dari subyek. Sehingga apabila digambarkan dalam 
bentuk graph akan terlihat seperti Gambar 2. 
 
Gambar 2 Graph Data Model 
Dokumen RDF direpresentasikan dalam bentuk objek : 
a. Class, merupakan sub kelas dari Resource. Class dapat 
merepresentasikan subyek, yang merupakan domain dari 
suatu properti, maupun obyek, yang merupakan range 
dari suatu properti dari suatu kalimat. 
b. Property, merupakan predikat dari suatu kalimat, yang 
memiliki nilai (range) dari suatu subyek (domain). 
c. Literal, merupakan sesuatu yang bukan termasuk 
resource. 
d. Datatype, merupakan sub kelas dari Literal, yang 
memiliki atribut label XMLLiteral, Literal (string dan 
integer).  
SubClass, subProperty, domain, type, dan range 
menunjukkan relasi yang terjadi antar resource, yaitu 
menurut aturan pada skema RDF. 
Obyek class, property dan datatype, memiliki beberapa 
atribut yaitu, label, about, comment, dan isDefinedBy. 
Label, berisikan fragment dari suatu URI Reference 
(URIref) yang biasanya dipisahkan oleh karakter “#”, 
misalnya : http://www.w3.org/1999/02/22-rdfsyntax-ns#nil, 
maka labelnya adalah : nil. About, berisikan URIref secara 
lengkap yaitu URI beserta fragmennya,yaitu 
http://www.w3.org/1999/02/22-rdf-syntax-ns#nil. 
isDefinedBy, berisikan URIref tanpa label, dibatasi oleh 
karakter “#”,yaitu http://www.w3.org/1999/02/ 22-rdf-
syntax-ns#. [4]  
 
B. Diagram Use Case  
Secara garis besar, use case dari sistem perangkat lunak 
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Menu apa yang 
ingin dipilih?
Tag kata
Pisahkan kata benda dan kata 
kerja pada bagian kebutuhan 
fungsional
Beri bobot pada setiap kata 
yang ada pada dokumen
Beri bobot
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Lihat Metadata
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Gambar 4. Flowchart Alur Kerja Sistem 
Gambar 4 menunjukkan alur kerja dari sistem ekstraksi 
fitur SKPL.Pada alur kerja tersebut dapat dilihat bahwa 
proses utama dari sistem ini terletak pada praproses kalimat 
dan ekstraksi fitur dari kalimat. Keluaran dari sistem ini 
adalah sebuah berkas yang mengandung sekumpulan 
instansiasi metadata dari SKPL tersebut.  
C. Antarmuka Sistem 
Sistem ini hanya memiliki satu antarmuka, dimana 
antarmuka tersebut dapat mencakup keseluruhan proses 
ekstraksi fitur SKPL. Proses-proses tersebut dirupakan ke 
dalam sebuah menu bar pada bagian atas aplikasi. Ada 
sejumlah tindakan yang disediakan, yaitu pengunggahan 
dokumen SKPL, tagging kata, pembobotan setiap 
terminologi/kata yang telah di-tangging, dan melihat hasil 
akhir dari proses keseluruhan. Gambar 5 menunjukan 
antarmuka dari sistem 
 
  
Gambar 5. Antarmuka Sistem 
D. Modul Ekstraksi Fitur 
Part-of-speech tagging (POS tagging atau POST) , juga 
disebut grammatical tagging atau word-category 
disambiguation,  merupakan proses menandai kata pada teks 
sebagai hubungan dari bagian tertentu pada dokumen. Proses 
ini didasarkan pada kedua definisi serta konteksnya, yakni 
hubungan dengan kata-kata yang berdekatan dan terkait 
dalam kalimat, frase, ataupun paragraf. Bentuk sederhana 
dari pemakaian POS adalah pada anak kecil yang baru 
belajar mengidentifikasi kata benda, kata kerja, kata 
keterangan, kata sifat, dan lain-lain. 
Terkadang ada beberapa kata yang merepresentasikan 
lebih dari satu bagian dalam dokumen di tempat yang 
berbeda. Contohnya adalah “The sailor dogs the hatch”. 
Kata “dogs” disini dapat merupakan kata benda jamak, dapat 
pula merupakan kata kerja. Penggunaan grammatical tagging 
dapat menunjukkan bahwa "dogs" adalah kata kerja, dan 
bukan kata benda jamak, karena salah satu dari kata-kata 
harus menjadi kata kerja utama, dan pembacaan kata benda 
kurang memungkinkan untuk berada setelah kata "sailor" 
(sailor !→ dogs). Analisis semantik kemudian dapat 
meramalkan bahwa "sailor" dan "hatch" mengimplikasikan 
"dogs" sebagai 1) dalam konteks bahari (sailor→<kata 
kerja>←hatch) dan 2) tindakan yang diterapkan pada objek 
"hatch" ([subjek] dogs → hatch). Dalam konteks ini, "dogs" 
adalah istilah bahari yang berarti "mengikatkan (penetasan 
kedap air) dengan aman; berlaku untuk mengikuti". 
 
IV. UJI COBA DAN ANALISIS HASIL 
Uji coba pada perangkat lunak ekstraksi fitur dokumen 
SKPLdilakukan dengan menggunakan sebuah mesin. 
Pengujian perangkat lunak ini menggunakan metode 
pengujian black box yang berfokus pada kebutuhan 
fungsional dan nonfungsional perangkat lunak tersebut. Uji 
coba ini dilakukan untuk menguji apakah fungsionalitas 
yang diidentifikasi pada tahap kebutuhan benar-benar 
diimplementasi dan bekerja seperti yang semestinya. 
A. Uji Coba Fungsional 
Pada bagian ini terdapat tiga proses uji coba, yaitu 
pengubahan berkas format dokumen SKPL,  tagging kata 
menggunakan POST, dan terakhir menampilkan hasil 
ekstraksi metadata dalam bentuk RDF. Untuk ketiga uji coba 
ini disediakan dua data masukan, yaitu dokumen SKPL yang 
dimasukkan berbahasa Inggris dan sesuai dengan format 
IEEE dan dokumen SKPL yang dimasukkan tidak berbahasa 
Inggris dan / atau tidak sesuai dengan format IEEE. 
Tabel 1 menunjukkan pengujian dengan data masukan 
dokumen SKPL yang berbahasa Inggris dan sesuai dengan 
format IEEE 
No Uji Coba Hasil 
1 




Tagging kata menggunakan 
Part-Of-Speech Tagging 
Tag kata didapatkan 
3 
Penampilkan hasil ekstraksi 














Gambar 7 Uji coba pengubahan file format dengan data 
input dokumen SKPL memenuhi syarat 
  
Gambar 8 Uji coba tagging kata dengan data input dokumen 




Gambar 9 Uji coba melihat metadata dengan data input 
dokumen SKPL yang berbahasa Inggris dan sesuai dengan 
format IEEE 
Tabel 2 Pengujian dengan data Input dokumen SKPL yang 
tidak berbahasa Inggris dan / tidak sesuai dengan format 
IEEE 
No Uji Coba Hasil 
1 




Tagging kata menggunakan 
Part-Of-Speech Tagging 
Tag kata tidak 
didapatkan 
3 
Penampilkan hasil ekstraksi 




B.  Uji Coba Non Fungsional 
Pada bagian ini hanya terdapat satu pengujian, yaitu 
pengujian waktu yang dibutuhkan selama program 
berlangsung.  
Tabel 3 Uji coba waktu yang dibutuhkan untuk menganalisa 
dokumen SKPL hingga didapatkan metadata dalam bentuk 
file RDF 
No Data Input Waktu Proses 
1 
Dokumen yang diproses 
berukuran 1,855 Kb. 
16 menit 03 detik 
947 milidetik 
2 
Dokumen yang diproses 
berukuran 4,213 Kb. 




C.  Analisa Uji Coba 
Dari uji coba yang telah dilakukan, hasil dari evaluasi uji 
coba tersebut adalah sebagai berikut :  
1. Proses pengubahan file format dokumen SKPL telah 
berhasil, dan berjalan seperti yang diharapkan. Hal ini 
terlihat pada uji coba [TC-FR-01], dimana detil uji coba 
dipaparkan secara rinci. 
2. Proses tagging kata menggunakan part-of-speech tagging 
telah berhasil, dan berjalan seperti yang diharapkan. Hal 
ini terlihat pada uji coba [TC-FR-02], dimana detil uji 
coba dipaparkan secara rinci. 
3. Proses menampilkan hasil ekstraksi metadata dalam 
bentuk file RDF telah berhasil, dan berjalan seperti yang 
diharapkan. Hal ini terlihat pada uji coba [TC-FR-03], 
dimana detil uji coba dipaparkan secara rinci. 
4. Proses ekstraksi fitur kebutuhan fungsional telah berhasil 
dijalankan, dan berjalan sesuai harapan. Hal ini terlihat 
pada uji coba [TC-FR-04] , dimana detil uji coba 
dipaparkan secara rinci. 
5. Proses ekstraksi fitur kebutuhan non fungsional tidak 
berhasil dijalankan. Hal ini terlihat pada uji coba [TC-
FR-05] , dimana detil uji coba dipaparkan secara rinci. 
Pada proses ini terjadi kesalahan pada sistem karena 
bagian kebutuhan non fungsional tidak dikenali oleh 
sistem. Perlu dilakukan proses debugging untuk 
mengetahui kesalahan apa yang terjadi. 
6. Proses ekstraksi fitur use case telah berhasil dijalankan, 
akan tetapi berjalan tidak sesuai dengan harapan. Perlu 
dilakukan proses lebih lanjut agar fitur use case yang 
dihasilkan sesuai dengan harapan. Hal ini terlihat pada 
uji coba [TC-FR-06], dimana detil uji coba dipaparkan 
secara rinci. 
7. Proses ekstraksi fitur aktor telah berhasil dijalankan, 
akan tetapi berjalan tidak sesuai dengan harapan. Perlu 
dilakukan proses lebih lanjut agar fitur aktor yang 
dihasilkan sesuai dengan harapan. Hal ini terlihat pada 
uji coba [TC-FR-07] ], dimana detil uji coba dipaparkan 
secara rinci. 
8. Waktu yang dibutuhkan untuk melakukan keseluruhan 
proses tidak berhasil mencapai harapan yang diinginkan 




Kesimpulan yang dapat diambil dari hasil pengamatan 
selama perancangan, implementasi, dan proses uji coba 
sistem yang dilakukan adalah sebagai berikut : 
1. Membuat sebuah kakas bantu untuk mengekstraksi 
sebuah dokumen SKPL telah dilakukan seperti yang 
terlihat pada uji coba [TC-FR-01] sampai dengan [TC-
FR-03]. 
2. Hasil fitur yang dapat diekstraksi adalah kebutuhan 
fungsional, kebutuhan non fungsional, use case, dan 
aktor. 
3. Keakurasian sistem dalam mengekstraksi kebutuhan 
fungsional adalah 100%, untuk kebutuhan non fungsional 
0%, untuk use case 100%, dan untuk aktor 4,31%. Hal 
ini terlihat dari hasil uji coba pada [TC-FR-04] sampai 
dengan [TC-FR-07] 
4. Waktu yang dibutuhkan untuk mengekstraksi sebuah 
dokumen SKPL ditentukan dari besarnya ukuran file 
dokumen yang ingin diproses. Hal ini sesuai dengan hasil 
uji coba [TC-NFR-01] 
5. Use case dan aktor dari sebuah perangkat lunak yang 
akan dibangun dapat ditemukan pada bagian kebutuhan 
fungsional pada dokumen SKPL.  
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