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Coq は代表的な定理証明支援系の 1 つである．しかし Coq には，ユーザが行った証明の
構造を確認しにくいという欠点がある．これを解決するため，本研究ではユーザにとって
わかりやすい形で証明を表示しながら証明を進めることを可能とする Coq のユーザインタ
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ある．Coqは，2013年に ACM Software System Award 及び ACM SIGPLAN Programming
Languages Software Award を受賞した実績のあるソフトウェアである．Coq を用いて証明さ













8A 8B; (A! B)! A! A ^B:









Coq < Theorem sample: forall A B:Prop, (A->B)->A->A/\B.
1 subgoal
============================







が真という仮定のもとで B が証明されれば，A ! B が言える」という含意の導出規則を適用
することができる．この例では，「A! B，Aが真という仮定のもとで A ^B が証明できれば，
(A! B)! A! A ^B が言える」という形になる．
sample < intros.
1 subgoal
A, B : Prop












A, B : Prop






この局面においては，A ! B と Aの仮定のもとで Aを証明する必要がある．仮定 H0に A
そのものがあるため，この仮定を適用することで，証明を進めることができる．このような場合
は，タクティク apply H0を適用する．
sample < apply H0.
1 subgoal
A, B : Prop








sample < apply H.
1 subgoal
A, B : Prop

































前節で紹介した Coq による四色定理の証明も，SSReflect の拡張を利用して証明が行われてい
る．また，Coqは関数型言語 OCaml [5]で実装されているため，Coqのプラグインについても
OCaml及びその関連ライブラリを用いて実装を行う．















(*i camlp4deps: "grammar/grammar.cma" i*)
DECLARE PLUGIN "showp"











































A ! B のもとで A ! A ^ B が成り立つという命題が入る．上部へ一段上がると，さらに仮定
をとって，A^B を証明する形をとる．さらにその上部には，A^B が成り立つための補題 2つ
9
図 2.2 8A 8B; (A! B)! A! A ^B の導出を示す証明木
が横に並んで入る．それぞれ，仮定 A! B と Aのもとで Aが成り立つという命題，B が成り















いる．例えば証明内で A! B という命題があった場合，それは A! B という関数の型に対応
する．Coq においては，完了した証明を関数の形で表示させるタクティクが存在する．例とし
て，さきほど説明した 8A 8B，(A! B) ! A! A ^ B の証明を関数の形で表示させた例を以
下に示す．
(fun (A B : Prop) (H : A -> B) (H0 : A) => conj H0 (H H0))
このように，実際に Coqの証明は内部では例のような関数適用の形で表現されている．この証
明において最終的に証明するのは，命題 8A 8B，(A! B) ! A! A ^ B である．カリー・ハ
10
ワード同型対応に照らし合わせると，この証明は，A ^B という型を返すような関数とみなすこ
とができる．したがって，この証明を表す関数は，A型である H0と，A ! B 型の関数 Hに A












































































で行い，GUIの実装は Javaの統合開発環境である Eclipse [7]を用いて行う．これらは異なる
プログラミング言語で実装するため，そのままでは Coqと GUI間でのやり取りを行うことはで















A, B : Prop





A, B : Prop



















の項があり，本来ここには A! B という型が入るという場合，空欄ではなく
(A! B)(notyetfinished)
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 Rel i ・・・de Bruijn Index を表す．引数が Indexの番号を示す．




 Cast (v，ck，tp)・・・キャストを表す．変数 vが tp型にキャストされることを示す．
ckはキャストの種類を示す．
 Prod (v，t1，t2)・・・直積型を表す．名前が v，型が t1->t2という形に対応する．
 Lambda (v，t1，t2)・・・ラムダ式を表す． v:t1，t2という式に対応する．















次に，証明項を prooftermとして，これらの構造の BNF表記を用いた記述を図 4.1に示す．
なお図中では本研究で実装した変換関数に関わるデータ構成子についてのみ記述し，他の構成子
は割愛した．

























































































let showp_fun () =
let p = try Proof_global.give_me_the_proof () with
Not_found -> failwith "give_me_the_proof:not found" in
let pprf = try Proof.partial_proof p with
Not_found -> failwith "partial_proof:not found" in
match Proof.proof p with (_,_,_,_,em) ->
gen_file ( make_xml em (List.hd ((List.rev_map





れを make_xml関数が受け取り XML形式の文字列に変換し，最後に gen_file関数で外部ファ
イルへ出力するという流れになっている．各種関数の具体的な内容は後述する．
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4.1.4 de Bruijn Indexの置換関数




 y:(  x: x y)
というラムダ式を考える．xが 1に，y が 2に対応しているため，これを de Bruijn Indexの表
現を用いて表すと
  1 2
となる．
ここで，実際に Coq内部で扱われている証明項の一部を例として以下に示す．　
Lambda(Name "A", Sort(Prop Pos),
Lambda(Name "B", Sort(Prop Pos),
Lambda(Name "H", Rel 2,
Lambda(Name "H0", Prod(Anonymous, Rel 3, Rel 3),
App(Rel 1, [|Rel 2|])))))
これをラムダ式と de Bruijn Index の表現法で記述すると，
 A:(  B:(  H:( H0:H0H))) (ラムダ式)
    1 2 (deBruijnIndex)

















具体的な処理の例として，de Bruijn Indexを変数に置換する処理のコードを rel2varより一
部抜粋して以下に示す．
let rec rel2var (vs: Name.t list)(t: Term.constr): Term.constr =
match kind t with
|Rel i -> begin try match (List.nth vs (i-1)) with
|Name v -> mkVar v
|Anonymous ->
failwith "Anonymous : not supported" with
Failure "nth" -> (print_int i);failwith"Rel:not found"
end
　　・・・
|Lambda (v,t1,t2) -> mkLambda(v,rel2var vs t1, rel2var (v::vs) t2)
　　・・・
Relがマッチした場合，すなわち de Bruijn Index で表された項に対する処理について述べる．
Coqでの de Bruijn Indexは 1から始まるため，i番目の Indexに対応するのは変数名のリスト


















type env = (Id.t * constr) list
type prop = constr
type ptree =
|Not_yet of env * (prop * types)











let rec gen_ptree env em e : ptree =
match kind e with
. . .
|Var v -> Node(env,(type_of env em e),[])
|Lambda (v,t1,t2) -> let l_env = match v with
　　 |Name i -> ((i,t1)::env)
　　 |Anonymous -> env in
　　　　 Node(env,(type_of l_env em e),






変数である場合，すなわち vが Name iの形をしている場合，その型 t1とのタプルを envに追
加してから，Nodeの生成を行う．これにより，この項を表すノードの環境にこの項自身で宣言
した変数も含めることができる．t2には，証明木において子の部分にあたる証明項が対応する．

















let rec type_of (ts: (Id.t * constr) list) em (t:Term.constr): constr =
match kind t with
|Lambda (v,t1,t2) ->let ts = match v with
|Name i -> ((i,unkind t1)::ts)
|Anonymous -> ts in
let t_of_t2 = type_of ts em t2 in
let v = match v with
|Name i when has_id i t_of_t2 -> v
|_ -> Anonymous in
mkProd (v,unkind t1,t_of_t2)
|App (f,a) ->let al = Array.to_list a in
let rec t_app ls tf al =
match (tf,al) with
|(Prod (v,_,t2),(arg::args)) -> t_app ((v,arg)::ls) t2 args
|(_,(_::_)) ->
(failwith ("App:non_prod was detected"))
|(_,[]) -> (List.fold_left subst (unkind tf) ls) in
t_app [] (kind(type_of ts em f)) al
まず Lambdaに対する処理を説明する．has_id関数は，変数名と型を受け取って型の中にその
変数が含まれているかどうかを調べる関数である．Lambdaの処理では，最終的に Prodにして















































<term>forall A:Prop, forall B:Prop, forall C:Prop,



















<term>forall C:Prop, ((A -> B) \/ (A -> C)->(A->B \/ C))</term>
・・・










































































































































それぞれ，4.1 節で示した XML 形式への変換で用いたタグと同様の内容を要素として持つ．
このクラスで定義したメソッドは 2つあり，証明木の項を受け取ってそれをルートとした木構造
を生成する makeTree関数と，前節で述べた環境を文字列として生成する makeEnv関数である．




































このクラスでは，起動時に呼び出されてバックグラウンドで Coqtop を起動する execute
関数と，ユーザからの入力を Coqtop へ伝達する throw_to_coq 関数が定義されている．外
部プロセスの取得には，ProcessBuilderパッケージを利用した．execute関数では，起動し






















































































































































働させている．インタフェースと Coq 本体とのデータのやりとりは HTTP を用いて行われて

























Actually, growing a proof tree can be regarded as decomposing and proving goals in
theorem proving. A theorem prover typically implements various kinds of automation,
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