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Abstrakt 
Tato práce se zabývá automatickým řízením zavlažovacího systému pro celkem 12 
sekcí zahrady. Hlavními požadavky na systém jsou variabilita nastavení závlahy a 
možnost servisního ovládání. Řízení závlahy bude zajišťovat PLC s distribuovanými 
vstupy a výstupy, ovládání a vizualizace bude realizováno pomocí HMI panelu. 
Navrhl jsem sofistikovaný systém, který umožňuje uživateli nastavit závlahu 
v jednotlivých dnech v týdnu a v požadovaných časech s volitelnou dobou závlahy pro 
každou sekci zvlášť. V servisním módu je možné ovládat jednotlivé akční prvky bez 
jakýchkoliv omezení a podmínek. Hlavní výhodou systému je variabilita závlahy, což 
umožňuje opakované použití bez nutnosti větších změn programu. 
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Abstract 
This work deals an automatic watering control system for a total of 12 sections of the 
garden. The main requirements for the system, is the variability adjustment watering 
and the possibility service control. Watering control will provide PLC with distributed 
inputs and outputs, control and visualization will be realized HMI. 
I designed a sophisticated system that allows user to adjust watering in particular days 
of the week and the required times with an optional length watering for each section 
separately. There is the service mode that it possible to control the individual actuators 
without any restrictions and conditions. The main advantage of the system is variability 
watering, which allows reuse without greater changes of the program. 
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1 ÚVOD 
 
V dnešní době již není neobvyklé využití automatizace v obytných domech, kde se 
můžeme setkat s nejrůznějšími požadavky na technické vybavení a funkcionalitu domu. 
Předmětem této práce je ovládání a vizualizace závlah zahrady pomocí PLC 
(Programmable Logic Controller) a HMI (Human Machine Interface). Řídicím 
systémem závlah bude Wago-I/O-Systém 750 a HMI dotykový panel Weintek 
MT8070iE. 
Závlahový systém bude implementován na rodinném domě, jehož elektroinstalace je 
realizována pomocí evropského standardu KNX. S PLC je do budoucna uvažováno 
i pro logické funkce domu. 
Automatické řízení technologií obytných budov přináší kromě komfortu i úspory ve 
spotřebě energií. V případě automatického řízení závlahy se jedná o šetrné zacházení 
s vodou, jejíž nedostatek je vlivem dlouhodobého úbytku globálním problémem. 
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2 POPIS ZÁVLAHOVÉHO SYSTÉMU 
Závlaha zahrady, pro kterou je tento systém navržen, je rozdělena celkem do 12 sekcí. 
Zdrojem vody pro závlahu je jímka, která je dopouštěna z vrtu, v případě potřeby 
z vodovodního řádu.  
Jak již bylo zmíněno v úvodu, řízení a vizualizaci závlahy bude zajišťovat PLC 
s distribuovanými I/O a HMI. Projekt závlahového systému je tedy řešen ve dvou 
základních úrovních: 
 projekt PLC 
 aplikace HMI. 
2.1 Datum a čas systému 
Jako zdroj času je využit strojový čas PLC, který bude aktualizován pomocí NTP 
serveru. Tato informace bude sloužit i pro zobrazení data a času na HMI. 
2.2 Polní instrumentace 
Pojem polní instrumentace vznikl přenesením z anglického výrazu „field devices“. 
Tímto názvem jsou označovány koncové prvky v hierarchii systému (snímače, spínače, 
ventily, pohony atp.). V našem případě se jedná o elektromagnetické ventily 
závlahových sekcí, elektromagnetický ventil dopouštění jímky z vodovodního řádu, 
impulsní vodoměr měření spotřeby vody z řádu, dešťový senzor, signalizační snímače 
hladin (vrt a jímka) a čerpadla (vrt a jímka) viz obr. 2.1. 
 
 
Obr. 2.1: Technologie závlahy 
 
Elektromagnetické ventily a čerpadla budou spínány pomocí relé ovládaných 
digitálními výstupy a binární informace z hladinových snímačů, impulsního vodoměru a 
dešťového senzoru budou připojeny na digitální vstupy. 
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Základní specifika instrumentace: 
 čerpadla vrt a jímka…blokace plovákem (silové odepnutí v případě 
nedostatku vody) 
 ventily sekcí a dopouštění…bez napětí zavřeno 
 hladinové snímače…při zaplavení sepnuto 
 dešťový senzor…pro blokování závlahy sepnuto (simulace půdní vlhkosti 
korkem) 
 impulsní vodoměr…1 impuls/10 litrů. 
2.3 Signalizace alarmů 
Na digitální vstupy budou připojeny pomocné kontakty jističů: 
 jistič čerpadla vrtu…sepnuto/ok 
 jistič čerpadla jímky…sepnuto/ok 
 jistič napájení elmg. ventilů…sepnuto/ok. 
Dále budou vyhodnocena chybová hlášení: 
 alarm snímače vrt…nelogická kombinace signalizace 
 alarm snímače jímka…nelogická kombinace signalizace 
 alarm voda jímka…nedostatek vody v jímce 
 alarm dopouštění…překročení maximálního objemu dopuštění z řádu 
(hlídání maximálního objemu při každém otevření ventilu dopouštění) 
 alarm komunikace s distribuovanými I/O. 
2.4 Koncepce řízení 
Hlavním požadavkem ze strany zákazníka je možnost samostatného ovládání čerpadel a 
ventilů v servisním režimu a variabilita nastavení závlahy. 
2.4.1 Provoz a servis 
Základní nastavení systému se provádí pomocí dvou hlavních parametrů: 
 provoz zapnuto/vypnuto…při zapnutém provozu jsou čerpadla a ventily 
ovládány automaticky v závislosti na řídicím algoritmu, ve vypnutém stavu 
jsou trvale vypnuty (platí pouze při volbě servis…vypnuto) 
 servis zapnuto/vypnuto…při zapnutém servisu ovládá uživatel čerpadla a 
ventily přímo, bez jakýchkoliv omezení nebo logických návazností a 
bezpečnostních funkcí, ve vypnutém stavu jsou dle nastavení parametru 
provoz ovládány v závislosti na řídicím algoritmu nebo trvale vypnuty.   
Z výše uvedeného vyplývá, že servisní úroveň má vyšší prioritu. I při vypnutém 
provozu lze po zapnutí servisu jednotlivě manipulovat s ventily a ovládat čerpadla. 
Chování čerpadel a ventilů v okamžiku přepínání těchto dvou parametrů: 
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 provoz zapnuto…při zapnutém provozu dojde k přepnutí servis 
vypnuto…zapnuto  
- čerpadla a ventily jsou nejprve uvedeny do stavu vypnuto a následně je 
možné servisní ovládání 
 provoz zapnuto…při zapnutém provozu dojde k přepnutí servis 
zapnuto…vypnuto  
- čerpadla a ventily jsou uvedeny do stavu dle řídicího algoritmu 
 provoz vypnuto…při vypnutém provozu dojde k přepnutí servis 
vypnuto…zapnuto  
- čerpadla a ventily zůstávají ve stavu vypnuto a následně je možné servisní 
ovládání 
 provoz vypnuto…při vypnutém provozu dojde k přepnutí servis 
zapnuto…vypnuto  
- čerpadla a ventily jsou uvedeny do stavu vypnuto. 
2.4.2 Proces závlahy 
Při procesu závlahy je spuštěno čerpadlo v jímce a postupně se otevírají ventily 
jednotlivých sekcí po sobě na určitou dobu. Jakmile jedna sekce ukončí závlahu, ventil 
další sekce se otevře a probíhá závlaha na další sekci. 
 V praxi je třeba, aby závlahový systém disponoval několika zavlažovacími 
programy, ve kterých je délka závlahy jednotlivých sekcí pokaždé jiná. Start 
zavlažovacího programu pak uživatel nastaví na určité dny v týdnu a požadovaný čas. 
Následující popis funkce závlah předpokládá nastavení hlavních parametrů servis 
vypnuto a provoz zapnuto. 
V našem případě má uživatel k dispozici celkem 5 zavlažovacích programů, které 
jsou spustitelné na HMI panelu ručně tlačítkem programu (celkem 5 tlačítek – pro 
každý program tlačítko zapnuto/vypnuto) nebo dle nastavení spínacích hodin 
(automatické nastavení tlačítka programu do polohy zapnuto v požadovaný den a čas). 
Spuštění zavlažovacího programu je podmíněno sadou podmínek, viz kap. 5.4.6.1. 
Tlačítko programu zůstává po dobu běhu zavlažovacího programu aktivní – zapnuto. 
Jakmile proběhne závlaha poslední sekce, zavlažovací program je ukončen a tlačítko 
programu přepnuto automaticky do neaktivního stavu – vypnuto. Pokud je v průběhu 
zavlažovacího programu stlačeno tlačítko programu (překlopení do stavu vypnuto), 
nastane předčasné ukončení zavlažovacího programu. K předčasnému ukončení dojde i 
v případě nesplnění podmínek viz kap. 5.4.6.1. 
Na fasádě zahradního domku bude umístěno tlačítko připojené na digitální vstup 
distribuovaných I/O. Stiskem tlačítka je možné pozastavit probíhající závlahu v případě 
požadavku vstupu do zahrady na pevně danou dobu 5min. Po uplynutí této doby nebo 
při opětovném stisku tlačítka pokračuje závlaha na dané sekci, kde byla pozastavena a 
je dokončena potřebná doba závlahy sekce. 
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Systém je vybaven i pozastavením závlahy v případě alarmu komunikace 
s distribuovanými I/O nebo při alarmu jističů čerpadla jímky a elmg. ventilů. Pokud 
nedojde k ukončení těchto alarmů do 20min, je zavlažovací program ukončen. 
V opačném případě je závlaha opět obnovena na dané sekci, kde byla pozastavena a je 
opět dokončena potřebná doba závlahy sekce. Vzhledem k předpokladu, že procesorový 
modul PLC bude napájen ze zálohované části (pomocí UPS), nebude tak např. při 
krátkodobém výpadku el. energie docházet k ukončení právě probíhajícího 
zavlažovacího programu, ale algoritmus závlahy v PLC bude pouze pozastaven. 
K ukončení dojde až při déle trvajícím alarmu. 
Aby bylo dosaženo požadované variability nastavení závlahy, má uživatel možnost 
prostřednictvím tabulek (viz obr. 2.2) nastavit u všech sekcí pro každý zavlažovací 
program zvlášť parametry: 
 volba ano/ne…nastavení ano – závlaha sekce bude v daném zavlažovacím 
programu probíhat po dobu nastavenou parametrem čas, ne – závlaha sekce 
bude v daném zavlažovacím programu vynechána 
 čas…nastavení doby závlahy sekce v minutách. 
Uživatel tak může k jednotlivým zavlažovacím programům přiřadit pouze požadované 
sekce a nastavit separátně časy závlahy – dobu zálivky pro každý zavlažovací program 
u každé sekce zvlášť. Dále je možné všechny nastavené časy ukládat (a zpětně vyvolat) 
do třech receptur a tím i nastavit různou dobu zálivky dle ročního období: 
 receptura jaro 
 receptura léto 
 receptura podzim. 
 
 
 
 
Obr. 2.2: Tabulka nastavení sekcí 
 
Pokud v průběhu závlahy dojde ke změně nastavení parametrů sekcí čas a volba pro 
právě probíhající zavlažovací program, změny budou akceptovány bez přerušení 
zavlažovacího programu a závlaha je těmto změnám přizpůsobena.  
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Nastavení parametrů pro nadcházející zavlažovací program a modelová situace: 
 parametry sekce 1 
- volba…ne 
- čas…15min 
 parametry sekce 2 
- volba…ano 
- čas…10min 
 parametry sekce 3 
- volba…ano 
- čas…0min 
 parametry sekce 4 
- volba…ano 
- čas…15min 
 parametry sekce 5 
- volba…ano 
- čas…10min 
Po spuštění zavlažovacího programu je závlaha sekce 1 vynechána a první v pořadí je 
závlaha sekce 2. Pokud dojde během závlahy sekce 2 k nastavení parametru sekce 1 
volba…ano, spustí se závlaha sekce 1 po ukončení závlahy sekce 2 (uplynutí doby 
závlahy sekce 2). Závlaha sekce 1 bude trvat 15min. Po jejím ukončení bude závlaha 
sekce 3 vynechána a bude spuštěna závlaha sekce 4. Jestliže v průběhu závlahy sekce 4 
uživatel zadá parametr sekce 4 čas…např.10min a pro sekci 3 čas…např.15min, bude 
závlaha sekce 4 ukončena po 10 minutách (v případě, že uživatel provede nastavení 
parametrů např. ve 12 minutě závlahy sekce 4, bude závlaha sekce 4 ukončena 
okamžitě) a spustí se závlaha sekce 3. Po ukončení závlahy sekce 3 je započata závlaha 
sekce 5. 
Vzhledem k možné změně nejen parametrů čas a volba, ale i přímo zavlažovacího 
programu nebo receptury během závlahy (např. při aktivním zavlažovacím programu 1 
uživatel stlačí tlačítko zavlažovacího programu 2), bude taková změna rovněž 
akceptována a závlaha se přizpůsobí zadaným parametrům nového zavlažovacího 
programu stejným způsobem jako při změnách parametrů čas a volba. V takovýchto 
případech nedojde k vynulování uplynulého času závlahy. Sekce si budou „pamatovat“ 
kolik času zavlažovaly před provedením změn a závlaha sekcí nezačne od začátku. 
Názorným příkladem je přepnutí zavlažovacího programu při závlaze např. sekce 2, 
která má nastavenou dobu závlahy 10min v polovině závlahy – po 5min. Pokud by byl 
pro nadcházející zavlažovací program nastaven parametr sekce 2 čas…15min, po 
přepnutí bude sekce 2 zavlažovat pouze 10min. K vynulování uplynulých časů dojde až 
po ukončení zavlažovacího programu. 
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3 WAGO-I/O-SYSTÉM 750 
Jedná se o modulární systém se širokou škálou programovatelných komunikačních 
modulů (např. Ethernet TCP/IP, Profibus, CANopen…), ke kterým lze připojit různé 
I/O moduly (analogové, digitální) nebo speciální moduly (čítače, RS485, KNX, 
MP-Bus aj.). Vedle programovatelných komunikačních modulů (kontrolérů) jsou 
k dispozici komunikační moduly, které slouží pouze jako distribuované vstupy/výstupy 
nadřazenému systému. 
Řízení závlah bude zajišťovat programovatelný kontrolér Wago 750-881 
s připojením na ethernet (10/100Mbit/s). Přístroj je osazen dvěma konektory RJ-45 
a umožňuje komunikaci protokolem Modbus TCP. Má uživatelskou paměť 1Mbyte 
a datovou paměť 512kByte. Dále je k dispozici 32kByte non-volatile (energeticky 
nezávislé) paměti. [3] 
 Kontrolér bude umístěn do rozvaděče v prostorách garáže rodinného domu, kde je 
do budoucna možné požadované připojení ke sběrnici KNX v domě. Vzhledem k tomu, 
že kabeláž závlah je svedena do rozvaděče umístěného v zahradním domku, jsou 
vstupní a výstupní periferie PLC realizovány právě formou distribuovaných I/O 
umístěných v tomto rozvaděči.  
Pro komunikaci se vzdálenými I/O je použit komunikační modul Wago 750-352 
s připojením na ethernet (10/100Mbit/s). Tento modul je stejně jako kontrolér osazen 
dvěma konektory RJ-45 a rovněž umožňuje komunikaci Modbus TCP. Přímo k modulu 
může být připojeno až 64 I/O modulů. [4]  
Vzdálené periferie umístěné v rozvaděči zahradního domku a kontrolér v domě 
budou tedy propojeny ethernetem a komunikace bude probíhat Modbus TCP 
protokolem. Ke komunikačnímu modulu budou připojeny modul digitálních vstupů 
Wago 750-1405 a modul digitálních výstupů Wago 750-1504 pro technologii závlah. 
 
 
Obr. 3.1: Komunikační modul Wago 750-352 [4] 
 
 16 
3.1 Modbus 
Modbus je otevřený protokol pro komunikaci mezi dvěma zařízeními po různých 
sběrnicích nebo sítích. Komunikace probíhá formou předávání datových zpráv mezi 
klientem a serverem. Na sériových linkách jedna stanice (master) řídí komunikaci 
s jednou nebo více stanicemi (slave). Verze pro ethernet se nazývá Modbus TCP a má 
vyhrazený komunikační port 502. Komunikace po ethernetu může probíhat současně 
mezi více klienty a více servery najednou. [2] 
Paměť je rozdělena do čtyřech základních oblastí: 
 cívky 
 diskrétní vstupy 
 vstupní registry 
 vnitřní registry. 
Funkce protokolu jsou určeny kódem, který je součástí modbusové zprávy. Jedná se 
především o čtení nebo nastavování cívek, vstupů a registrů. 
V našem případě se jedná o čtení a zápis paměťových oblastí, kam jsou mapovány 
vstupní a výstupní periferie viz kapitola 11.2 [4]. Kontrolér Wago 750-881 přistupuje 
k periferiím pomocí modbusových adres komunikačního modulu Wago 750-352. 
3.2 CoDeSys 
Program PLC je vytvořen pomocí software WAGO-I/O-PRO CAA (Codesys 
Automation Aliance), který odpovídá standardu IEC 61131-3. 
Hlavním stavebním prvkem programu jsou POU (Program Organization Unit). Jsou 
to funkce, funkční bloky a programy. Každá POU obsahuje deklarační část a tělo, které 
je určeno k editaci programu v jednom z dále popisovaných editorů. V každé POU je 
možné volat další POU (rekurze není možná). PLC_PRG je speciální předdefinovaná 
POU, která je volána v každém cyklu programu. Tuto POU musí každý projekt 
obsahovat (PLC_PRG je automaticky vložen při založení projektu) a nesmí být 
přejmenován. [5] 
3.2.1 Editory CoDeSysu 
K dispozici jsou textově i graficky orientované editory: [5] 
 IL  Instruction List 
 ST  Structured Text 
 LD  Ladder Diagram 
 FBD Function Block Diagram 
 CFC Continuous Function Chart Editor 
 SFC Sequential Function Chart. 
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3.2.1.1 Instruction list 
IL je textově orientovaný jazyk skládající se ze symbolických instrukcí, který je 
podobný programovacímu jazyku assembly language (assembler). Některé základní 
instrukce jazyka: [5] 
 LD  nahraje hodnotu operandu do zásobníku 
 ST  nahraje hodnotu ze zásobníku do operandu 
 S  nastaví operand na TRUE, pokud je hodnota zásobníku TRUE 
 R  nastaví operand na FALSE, pokud je hodnota zásobníku TRUE 
 AND provede logický součin zásobníku a operandu 
 OR  provede logický součet zásobníku a operandu. 
3.2.1.2 Structured text 
ST je vyšší programovací jazyk, který je blízký známým programovacím jazykům 
(např. Pascal nebo C). Obsahuje prvky moderních programovacích jazyků, jako jsou 
větvení IF..THEN..ELSE, smyčky DO..WHILE atp. [5] 
Zápis funkce v ST, která vybere nejvyšší absolutní hodnotu z pole 10 hodnot: 
Fc_max:=0; 
FOR i:=0 TO 9 BY 1 DO 
IF ABS(pole[i])>Fc_max THEN 
Fc_max:=ABS(pole[i]); 
END_IF 
END_FOR 
3.2.1.3 Ladder diagram 
LD je grafický jazyk připomínající elektrické liniové schéma. Diagram je složen 
z množiny sítí a každá síť je zleva i zprava omezena liniemi, které představují napájecí 
napětí. Obvodové schéma je tvořeno pomocí kontaktů a cívek. [5] 
Dále je v LD možné volat funkční bloky a funkce, provádět skoky v programu a 
ukončit POU instrukcí Return. 
 
Obr. 3.2: LD 
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3.2.1.4 Function block diagram 
FBD je grafický editor skládající se z množiny sítí. Každá síť obsahuje strukturu bloků, 
která reprezentuje logický nebo aritmetický výraz, volání funkčního bloku nebo funkce, 
skok nebo návratovou instrukci. [5] 
 
Obr. 3.3: FBD 
3.2.1.5 Continuous Function Chart Editor 
CFC je obdobou FBD s tím rozdílem, že jednotlivé struktury bloků nejsou děleny do 
sítí, ale leží v jednom listu. Umožňuje vzájemné propojování struktur mezi sebou a 
zavádění zpětných vazeb. [5] 
 
Obr. 3.4: CFC 
3.2.1.6 Sequential Function Chart 
SFC je grafický nástroj pro tvorbu programu, který je vykonáván v krocích (stavech). 
V jednotlivých stavech jsou prováděny tzv. akce (action) – instrukce. Dále jsou pro 
každý stav k dispozici vstupní a výstupní akce, které jsou provedeny pouze jednou při 
aktivaci/deaktivaci stavu. Přechody mezi stavy mohou být realizovány čistě jako jedna 
proměnná (např. koncový spínač) nebo pomocí souboru podmínek (např. A>B nebo 
logické funkce AND, OR atp.). Z jednoho stavu může následovat více přechodů do více 
stavů a více stavů může být spojeno do jednoho přechodu. Pomocí skoku lze z přechodu 
zajistit nasměrování do kteréhokoliv stavu. Vykonávání začíná v tzv. inicializačním 
stavu. 
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Obr. 3.5: SFC 
3.2.2 Datové typy 
Kromě elementárních datových typů (bool, byte, word, int…) umožňuje norma 
IEC 61131-3 definovat i odvozené datové typy (pole, struktury atp.). [1] 
V CoDeSysu je k dispozici i ukazatel na paměťové místo (pointer). Deklaraci 
pointeru provedeme klíčovým slovem POINTER TO. Pro inicializaci pointeru slouží 
klíčové slovo ADR a pro dereferenci operátor ^: [5] 
(* --- Deklaracni cast POU ---*) 
VAR 
ptr:POINTER TO INT; 
val:INT; 
END_VAR 
(*--------- Telo POU ---------*) 
ptr:=ADR (val); 
ptr^:=10; 
3.2.3 Proměnné 
Název proměnné (identifikátor) je řetězec znaků, který musí začínat písmenem nebo 
podtržítkem a nesmí obsahovat mezery. Proměnné mohou být lokální (dostupné v rámci 
jedné POU) nebo globální. Globální proměnné jsou dostupné v celém programu. 
Lokální proměnné se definují v deklarační části dané POU a globální v seznamu Global 
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Variables. Pokud chceme umístit proměnnou na známé paměťové místo, můžeme ji 
uložit pomocí klíčového slova AT do zápisníkové paměti na definovanou adresu: [5] 
Promenna AT %MX0.0: BOOL; 
K zápisníkové paměti můžeme přistupovat po bitech, bytech, wordech nebo double 
wordech. Způsob adresace zápisníkové paměti je na obrázku 3.6. Jelikož je zápisníková 
paměť dostupná v rámci celého programu, tak i lokální proměnné, které do ní umístíme, 
máme k dispozici kdekoli v programu. 
 
Obr. 3.6: Adresace zápisníkové paměti [3] 
 
Pro uchování hodnoty proměnné při výpadku napájení slouží kvalifikátor RETAIN 
v deklarační části POU: [5] 
VAR RETAIN PERSISTENT 
Promenna:REAL:=5; 
END_VAR 
Kvalifikátor PERSISTENT zajistí uchování hodnoty proměnné v paměti i pro případ 
nahrávaní programu do PLC. Tímto způsobem lze uchovávat i globální proměnné. 
Dočasné proměnné definované pomocí kvalifikátoru TEMP nejsou uchovávány (po 
opuštění bloku jsou vymazány): [1] 
VAR_TEMP 
Temporary:REAL; 
END_VAR 
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4 HMI WEINTEK MT8070IE 
HMI zprostředkovává komunikaci mezi člověkem a řídicím systémem. V našem 
případě to je dotykový grafický panel Weintek MT8070iE umístěný ve dveřích 
rozvaděče v zahradním domku. Základ panelu tvoří aktivní TFT (Thin Film Tranzistor) 
7 palcový displej s LED podsvícením a rozlišením 800x480 pixelů. Dotykové ovládání 
pracuje na rezistivním principu. Panel je vybaven 128MB operační paměti a 128MB 
paměti pro uložení dat. Je osazen RS485, RS232, USB a ethernet portem. [6] 
 
Obr. 4.1: HMI Weintek [8] 
4.1 Komunikace s PLC 
Propojení mezi PLC a HMI panelem je ethernetem a komunikace protokolem Modbus 
TCP. HMI v roli clienta řídí komunikaci s PLC (server). 
4.1.1 Modbus registry PLC 
Vstupy, výstupy a zápisníková paměť PLC jsou dostupné prostřednictvím modbusových 
adres: [3] 
 %IW0…%IW255   0…255 (0x0000…0x00FF) 
 %QW0…%QW255  512…767 (0x0200…0x02FF) 
 %MW0…%MW12287  12288…24575 (0x3000…0x5FFF). 
Proměnné v PLC, které chceme mít dostupné na HMI musí být umístěny do 
zápisníkové paměti PLC. 
4.1.2 Tagy HMI 
Tag představuje v podstatě přístup na nějakou proměnnou v zápisníkové paměti PLC 
(případně i interní proměnnou HMI). Podle datového typu proměnné v PLC 
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nastavujeme u tagu typ modbusové komunikace a adresu. Přehled formátu adres a typu 
komunikace je na obrázku 4.2. 
 
 
 
Obr. 4.2: Typ modbusové komunikace a formát adres [7] 
 
Pokud chceme na HMI zobrazit proměnnou typu BOOL v PLC na adrese %MX1.5, 
nastavíme tag v HMI následovně: 
 device typ…3x_Bit 
 adresa…1228905 
Takovéto ruční zadávání by bylo při větším počtu proměnných velice pracné a 
zdlouhavé. Pro rychlý import tagů do aplikace HMI firma Wago poskytuje software 
WAGO_SYM2CSVEB. Z CoDeSysu je nutné vyexportovat soubor s koncovkou 
SYM_XML (symbol configuration). Ten WAGO_SYM2CSVEB zpracuje a vygeneruje 
soubor s koncovkou csv pro finální import do HMI. 
4.2 EasyBuilder Pro 
EasyBuilder Pro je vývojové prostředí firmy Weintek pro tvorbu vizualizace HMI. 
Software je volně dostupný na webových stránkách weintek.com. Vývojové prostředí 
umožňuje vedle off-line simulace i velmi užitečnou možnost on-line simulace, kdy 
můžeme testovat aplikaci přímo s PLC bez vlastního hardware. 
Základem je nastavení komunikace s PLC, které provedeme v záložce system 
parameters. Přidáme zařízení PLC a nastavíme IP adresu a port. Důležitým parametrem 
je nastavení typu komunikace MODBUS TCP/IP (zero-based addressing), což znamená 
indexování registrů PLC od nuly. Nastavení samotného panelu se provádí přímo 
z obrazovky panelu v položce system settings. 
Samotná vizualizace je tvořena okny, do kterých se umisťují různé objekty dle 
požadované funkce (toggle, value, ASCII…). Pro uložení hodnot jsou k dispozici 
registry HMI a pro tvorbu programů makro editor. Více informací viz EasyBuilder Pro 
manual [9]. 
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5 PROJEKT PLC 
5.1 HW konfigurace 
Sestava s programovatelným modulem: 
 Wago 787-722…napájecí zdroj 24VDC 
 Wago 750-881…programovatelný modul 
 Wago 750-646…modul KNX 
 Wago 750-600…zakončovací modul. 
Sestava distribuovaných vstupů a výstupů: 
 Wago 787-722…napájecí zdroj 24VDC 
 Wago 750-352…komunikační modul 
 Wago 750-1405…modul 16xDI 
 Wago 750-1504…modul 16xDO 
 Wago 750-600…zakončovací modul. 
5.2 Vlastní datové typy 
5.2.1 Sekce 
Struktura obsahuje proměnné pro uložení dat pro danou zavlažovací sekci: 
TYPE Sekce: 
STRUCT 
rTimeSet:REAL;  (*pozadovany cas zavlahy v minutach*) 
rTimeSts:REAL;  (*aktualni cas zavlahy v minutach*) 
xEnable:BOOL;  (*volba zavlahy*) 
xFlow:BOOL;  (*zavlaha sekce*) 
xFull:BOOL;  (*zavlaha dokoncena - naplneni casu...citace*) 
END_STRUCT 
END_TYPE 
5.2.2 TimeHMI 
Aktuální datum a čas pro HMI v daném pořadí: 
TYPE TimeHMI: 
STRUCT 
wSec:WORD;  (*Sekunda 0-59*) 
wMin:WORD;  (*Minuta 0-59*) 
wHour: WORD;  (*Hodina 0-23*) 
wDay: WORD;  (*Den 1-31*) 
wMonth: WORD;  (*Mesic 1-12*) 
wYear: WORD;  (*Rok 1970-2037*) 
END_STRUCT 
END_TYPE 
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5.2.3 TimeSwitch 
Spínací hodiny závlahy mají za úkol pouze zapnout zavlažovací program (vypnutí je 
automatické po dokončení závlahy) a kromě hodiny a minuty – času zapnutí, je 
uživatelsky volitelné, ve kterých dnech v týdnu má k zapnutí zavlažovacího programu 
dojít. Dále je možnost celé spínací hodiny deaktivovat: 
TYPE TimeSwitch: 
STRUCT 
arrDay: ARRAY [1..8] OF BOOL;(*Predvolby Po,Ut...Ne,enable timeru*) 
wHour: WORD;    (*Hodina 0-23*) 
wMin:WORD;    (*Minuta 0-59*) 
END_STRUCT 
END_TYPE 
Prvky pole arrDay představují předvolbu jednotlivých dnů v pořadí: 
 pondělí…arrDay [1] 
 úterý…arrDay [2] 
 středa…arrDay [3] 
 čtvrtek…arrDay [4] 
 pátek…arrDay [5] 
 sobota…arrDay [6] 
 neděle…arrDay [7]. 
Poslední prvek pole arrDay [8] představuje aktivaci/deaktivaci spínacích hodin. 
5.3 Globální proměnné 
5.3.1 Global_Constant 
V listu Global_Constant jsou definovány konstanty, které jsou využívány např. při 
deklaraci proměnných typu ARRAY (pole): 
VAR_GLOBAL CONSTANT 
Ntimer:BYTE:=5; (*pocet timeru pro jeden zavlazovaci program*) 
Nprog:BYTE:=5; (*pocet zavlazovacich programu*) 
Nsekce:BYTE:=12; (*pocet zavlahovych sekci*) 
END_VAR 
5.3.2 Global_Variables 
List Global_Variables obsahuje proměnné dostupné v rámci celého programu. Aby 
byly proměnné dostupné také pro HMI, jsou uloženy do zápisníkové paměti. Do 
zápisníkové paměti jsou rovněž uloženy DI a DO distribuovaných IO: 
VAR_GLOBAL 
(*INPUTS*) 
A2_1_DI01_TlacPauza AT %MX0.0:BOOL; (*Tlacitko pro pauzu zavlahy*) 
A2_1_DI02_DestSenzor AT %MX0.1:BOOL;(*Destovy snimac TRUE=mokro*) 
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A2_1_DI03_VodomerRad AT %MX0.2:BOOL;(*Vodomer 1 impuls/10 litru*) 
A2_1_DI04_HL1_Vrt AT %MX0.3:BOOL;(*Hladina 1 vrtu TRUE=zaplaveno*) 
A2_1_DI05_HL2_Vrt AT %MX0.4:BOOL;(*Hladin2 2 vrtu TRUE=zaplaveno*) 
A2_1_DI06_HL1_Jimka AT %MX0.5:BOOL; (*Hladina 1 jimky TRUE=zaplaveno*) 
A2_1_DI07_HL2_Jimka AT %MX0.6:BOOL; (*Hladina 2 jimky TRUE=zaplaveno*) 
A2_1_DI08_HL3_Jimka AT %MX0.7:BOOL; (*Hladina 3 jimky TRUE=zaplaveno*) 
A2_1_DI09_HL4_Jimka AT %MX0.8:BOOL; (*Hladina 4 jimky TRUE=zaplaveno*) 
A2_1_DI10_QF_CerpVrt AT %MX0.9:BOOL;(*Jistic cerp.vrtu TRUE=OK*) 
A2_1_DI11_QF_CerpJimka AT %MX0.10:BOOL;(*Jistic cerp.jimky TRUE=OK*) 
A2_1_DI12_QF_24VAC_Ventily AT %MX0.11:BOOL;(*Jistic ventily TRUE=OK*) 
A2_1_DI13_Reserva AT %MX0.12:BOOL;(*Reserva*) 
A2_1_DI14_Reserva AT %MX0.13:BOOL;(*Reserva*) 
A2_1_DI15_Reserva AT %MX0.14:BOOL;(*Reserva*) 
A2_1_DI16_Reserva AT %MX0.15:BOOL;(*Reserva*) 
 
(*OUTPUTS*) 
A2_2_Do01_Sekce01 AT %MX1.0:BOOL;(*Ventil sekce 1 zavlahy TRUE=otv*) 
A2_2_Do02_Sekce02 AT %MX1.1:BOOL;(*Ventil sekce 2 zavlahy TRUE=otv*) 
A2_2_Do03_Sekce03 AT %MX1.2:BOOL;(*Ventil sekce 3 zavlahy TRUE=otv*) 
A2_2_Do04_Sekce04 AT %MX1.3:BOOL;(*Ventil sekce 4 zavlahy TRUE=otv*) 
A2_2_Do05_Sekce05 AT %MX1.4:BOOL;(*Ventil sekce 5 zavlahy TRUE=otv*) 
A2_2_Do06_Sekce06 AT %MX1.5:BOOL;(*Ventil sekce 6 zavlahy TRUE=otv*) 
A2_2_Do07_Sekce07 AT %MX1.6:BOOL;(*Ventil sekce 7 zavlahy TRUE=otv*) 
A2_2_Do08_Sekce08 AT %MX1.7:BOOL;(*Ventil sekce 8 zavlahy TRUE=otv*) 
A2_2_Do09_Sekce09 AT %MX1.8:BOOL;(*Ventil sekce 9 zavlahy TRUE=otv*) 
A2_2_Do10_Sekce10 AT %MX1.9:BOOL;(*Ventil sekce 10 zavlahy TRUE=otv*) 
A2_2_Do11_Sekce11 AT %MX1.10:BOOL;(*Ventil sekce 11 zavlahy TRUE=otv*) 
A2_2_Do12_Sekce12 AT %MX1.11:BOOL;(*Ventil sekce 12 zavlahy TRUE=otv*) 
A2_2_Do13_CerpVrt AT %MX1.12:BOOL;(*Cerpadlo vrtu TRUE=zap*) 
A2_2_Do14_CerpJimka AT %MX1.13:BOOL;(*Cerpadlo jimky TRUE=zap*) 
A2_2_Do15_DopRad AT %MX1.14:BOOL;(*Ventil jimky z radu TRUE=otv*) 
A2_2_Do16_Reserva AT %MX1.15:BOOL;(*Reserva*) 
 
(*SIMULACE*) 
SIMULACE_VodomerRad AT %MX2.2:BOOL; (*Vodomer 1 impuls/10 litru*) 
SIMULACE_HL1_Vrt AT %MX2.3:BOOL;(*Hladina 1 vrtu TRUE=zaplaveno*) 
SIMULACE_HL2_Vrt AT %MX2.4:BOOL;(*Hladina 2 vrtu TRUE=zaplaveno*) 
SIMULACE_HL1_Jimka AT %MX2.5:BOOL;(*Hladina 1 jimky TRUE=zaplaveno*) 
SIMULACE_HL2_Jimka AT %MX2.6:BOOL;(*Hladina 2 jimky TRUE=zaplaveno*) 
SIMULACE_HL3_Jimka AT %MX2.7:BOOL;(*Hladina 3 jimky TRUE=zaplaveno*) 
SIMULACE_HL4_Jimka AT %MX2.8:BOOL;(*Hladina 4 jimky TRUE=zaplaveno*) 
 
(*SERVIS*) 
ServisSekce01 AT %MX50.0:BOOL;(*Ventil sekce 1 zavlahy TRUE=otv*) 
ServisSekce02 AT %MX50.1:BOOL;(*Ventil sekce 2 zavlahy TRUE=otv*) 
ServisSekce03 AT %MX50.2:BOOL;(*Ventil sekce 3 zavlahy TRUE=otv*) 
ServisSekce04 AT %MX50.3:BOOL;(*Ventil sekce 4 zavlahy TRUE=otv*) 
ServisSekce05 AT %MX50.4:BOOL;(*Ventil sekce 5 zavlahy TRUE=otv*) 
ServisSekce06 AT %MX50.5:BOOL;(*Ventil sekce 6 zavlahy TRUE=otv*) 
ServisSekce07 AT %MX50.6:BOOL;(*Ventil sekce 7 zavlahy TRUE=otv*) 
ServisSekce08 AT %MX50.7:BOOL;(*Ventil sekce 8 zavlahy TRUE=otv*) 
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ServisSekce09 AT %MX50.8:BOOL;(*Ventil sekce 9 zavlahy TRUE=otv*) 
ServisSekce10 AT %MX50.9:BOOL;(*Ventil sekce 10 zavlahy TRUE=otv*) 
ServisSekce11 AT %MX50.10:BOOL;(*Ventil sekce 11 zavlahy TRUE=otv*) 
ServisSekce12 AT %MX50.11:BOOL;(*Ventil sekce 12 zavlahy TRUE=otv*) 
ServisCerpVrt AT %MX50.12:BOOL;(*Cerpadlo vrtu TRUE=zap*) 
ServisCerpJimka AT %MX50.13:BOOL;(*Cerpadlo jimky TRUE=zap*) 
ServisDopRad AT %MX50.14:BOOL;(*Ventil jimky z radu TRUE=otv*) 
ServisReserva AT %MX50.15:BOOL;(*Reserva*) 
 
(*DATE/TIME HMI*) 
SendTimeHmi AT %MW90:TimeHMI; (*Cas pro HMI*) 
 
(*ALARMY*) 
ALM_SnimaceVrt AT %MX100.0:BOOL;(*Nelogicka kombinace vrtu=TRUE*) 
ALM_SnimaceJimka AT %MX100.1:BOOL;(*Nelogicka kombinace jimky=TRUE*) 
ALM_VodaJimka AT %MX100.2:BOOL;(*Nedostatek vody v jimce=TRUE*) 
ALM_DopRad AT %MX100.3:BOOL;(*Prekroceni limitu dopousteni radu=TRUE*) 
ALM_commKNX AT %MX100.4:BOOL; (*Chyba komunikace KNX=TRUE*) 
ALM_commIO AT %MX100.5:BOOL;(*Chyba komunikace vzdalene I/O=TRUE*) 
 
(*TECHNOLOGIE*) 
ZvlhEnable AT %MX100.6:BOOL;(*Podminky pro zavlazovani TRUE=volno*) 
ZvlhPausaTL AT %MX100.7:BOOL; (*Pausa zavlahy tlacitkem TRUE=stop*) 
ZvlhPausaFault AT %MX100.8:BOOL;(*Pausa zavlahy pri poruse TRUE=stop*) 
ZvlhSaveTime AT %MX100.9:BOOL;(*Command ulozeni casu zavlahy na HMI*) 
JmkAutoCerpVrt AT %MX100.10:BOOL;(*Cerpadlo vrtu - automat*) 
JmkAutoCerpJimka AT %MX100.11:BOOL; (*Cerpadlo jimky - automat*) 
JmkAutoVentilDop AT %MX100.12:BOOL;(*Ventil dopousteni - automat*) 
RstAlmDopRad AT %MX100.13:BOOL;(*Reset alarmu dopousteni=TRUE*) 
RstVodomerDopRad AT %MX100.14:BOOL;(*Reset vodomeru=TRUE*) 
ZvlhProgBool AT %MW200: ARRAY [1..Nprog] OF BOOL;(*Programy zavlahy*) 
ZvlhTimeEnd AT %MW300: ARRAY [1..Nsekce] OF REAL;(*Casy zavlahy*) 
ZvlhSekce AT %MW400: ARRAY [1..Nsekce] OF Sekce;(*Ulozeni dat sekci*) 
END_VAR 
 
VAR_GLOBAL RETAIN PERSISTENT 
(*TECHNOLOGIE*) 
ZvlhProvoz AT %MX110.0:BOOL;(*Automaticky provoz TRUE=zap*) 
ZvlhServis AT %MX110.1:BOOL;(*Servisni rezim TRUE=zap*) 
LimVentilDopRad AT %MW150:REAL;(*Limit dopusteni v litrech*) 
VodomerSumDopRad AT %MW152:REAL;(*Celkovy vodomer v litrech*) 
VodomerLastDopRad AT %MW154:REAL;(*Dopousteny objem v litrech*) 
ZvlhPreTime AT %MW600: ARRAY [1..Nsekce] OF ARRAY[1..Nprog] OF REAL;
 (*2DPole predvolby "doba zavlahy" sekci v min*) 
ZvlhPreVolba AT %MW900: ARRAY [1..Nsekce] OF ARRAY[1..Nprog] OF BOOL;
 (*2DPole predvolby "volba" sekci*) 
 
(*SPINACI HODINY*) 
TimerProg1 AT %MW1000: ARRAY [1..Ntimer] OF TimeSwitch;  
(*Timery pro zavlazovaci program 1*) 
TimerProg2 AT %MW1100: ARRAY [1..Ntimer] OF TimeSwitch;  
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(*Timery pro zavlazovaci program 2*) 
TimerProg3 AT %MW1200: ARRAY [1..Ntimer] OF TimeSwitch;  
(*Timery pro zavlazovaci program 3*) 
TimerProg4 AT %MW1300: ARRAY [1..Ntimer] OF TimeSwitch;  
(*Timery pro zavlazovaci program 4*) 
TimerProg5 AT %MW1400: ARRAY [1..Ntimer] OF TimeSwitch;  
(*Timery pro zavlazovaci program 5*) 
END_VAR 
5.4 Programové organizační bloky POU 
5.4.1 PLC_PRG 
Hlavní POU PLC_PRG je cyklicky zpracovávána a délka cyklu se automaticky 
prodlužuje s počtem zpracovávaných instrukcí celého programu. PLC_PRG je napsána 
textovým jazykem symbolických instrukcí IL. Z PLC_PRG jsou volány ostatní POU, 
které jsou napsány programovacím jazykem ST: 
PROGRAM PLC_PRG 
VAR 
END_VAR 
 
CAL CALL_SIMU  (*Simulace hladin vrt/jimka a vodomeru*) 
CAL KNX_TP  (*Komunikace KNX*) 
CAL DISTRIBUOVANE_IO (*Komunikace vzdalene vstupy/vystupy*) 
CAL DATE_TIME  (*Datum/cas a timery zavlazovacich programu*) 
CAL ZAVLAHA  (*Programovy kod zavlahy*) 
CAL JIMKA_VRT  (*Dopousteni jimky*) 
CAL SERVIS  (*Servisni ovladani akcnich clenu*) 
5.4.2 Simulace CALL_SIMU 
POU CALL_SIMU zajišťuje simulaci pulsů z vodoměru a jsou zde volány další POU 
pro simulaci: 
 SIMU_JIMKA…simulace signalizace výšky hladin v jímce 
 SIMU_VRT… simulace signalizace výšky hladin ve vrtu. 
5.4.3 Komunikace KNX_TP 
Komunikace do sběrnice KNX probíhá prostřednictvím funkčního bloku 
FbKNX_Master_646. Do budoucna bude PLC zajišťovat další funkce pro dům, jehož 
instalace je provedena ve standardu KNX (např. řízení klimatizačních jednotek 
s rozhraním do KNX atp.). 
 28 
5.4.4 Komunikace DISTRIBUOVANE_IO 
Jak již bylo zmíněno, vstupy a výstupy budou realizovány vzdáleně pomocí 
komunikačního modulu Wago 750-352. POU DISTRIBUOVANE_IO zajišťuje mimo 
samotné komunikace s periferiemi také ošetření stavu výstupů při poruše komunikace. 
Vlastní komunikaci řídí funkční blok ETHERNET_MODBUSMASTER_TCP 
z knihovny ModbusEthernet_04.lib [11]. Nastavením watchdogu v komunikačním 
modulu je zajištěno vypnutí výstupů při ztrátě komunikace s PLC. Jedná se v podstatě o 
časovač, který monitoruje přenos modbus požadavků z PLC. Při každém přijmutí 
požadavku dojde k resetu časovače – při korektním přenosu není časovač naplněn. Při 
poruše komunikace dojde po uplynutí nastaveného času k naplnění časovače (watchdog 
fault) a k vypnutí výstupů. Nastavení a vyčtení stavu watchdogu je provedeno 
zápisem/čtením příslušných registrů komunikačního modulu: [4] 
 Watchdog time (0x1000)…nastavení doby časovače watchdogu – hodnota je 
násobena 100ms (např. do registru uložíme hodnotu 9…časovač je nastaven 
na 0,9s), zápis hodnoty do registru je akceptován pouze při vypnutém 
watchdogu (hodnota pro zápis do registru je uložena v 
proměnné…WDG_TimeOut) 
 Watchdog trigger (0x1003)…spuštění watchdogu, při watchdog fault je 
proveden reset a zápis na výstupy je opět povolen, spuštění watchdogu je 
provedeno zápisem odlišné hodnoty do registru, než je aktuální hodnota 
v registru (hodnota pro zápis do registru je uložena v 
proměnné…WDG_Restart) 
 Simply watchdog stop (0x1008)…deaktivace watchdogu je provedena 
zápisem hodnoty 0x55AA nebo 0xAA55, při watchdog fault je zároveň 
proveden reset poruchy (hodnota pro zápis do registru je uložena v 
proměnné…WDG_Stop) 
 Watchdog status (0x1006)…vyčtení aktuálního stavu 0/neaktivní, 1/aktivní, 
2/watchdog fault (hodnota registru je uložena v proměnné…WDG_Status). 
Komunikaci s periferiemi a nastavení watchdogu řídí stavový automat viz obr. 5.1. 
Ve výchozím stavu je vyčten aktuální stav watchdogu (registr 0x1006). V případě, že je 
watchdog aktivní, přechází stavový automat do stavu pro běžnou komunikaci – čtení a 
zápis vstupů/výstupů. V opačném případě (WDG_Status=0 nebo 2) přejde stavový 
automat do stavu pro zastavení/resetování  watchdogu (registr 0x1008). V dalším kroku 
je nastavena doba časovače watchdogu (registr 0x1000). Následně je watchdog spuštěn 
(registr 0x1003) a stavový automat přejde zpět do výchozího stavu, kde je opět 
otestován aktuální stav watchdogu. V případě aktivní poruchy komunikace 
signalizované funkčním blokem ETHERNET_MODBUSMASTER_TCP přejde stavový 
automat rovněž do výchozího stavu. K finálnímu vystavení alarmu komunikace dojde 
právě při chybě komunikace ETHERNET_MODBUSMASTER_TCP nebo pokud 
stavový automat nepřejde do stavu pro běžnou komunikaci s periferiemi do 1s 
(timeout). 
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Obr. 5.1: Stavový automat nastavení watchdogu 
 
Modbus požadavky jsou zasílány cyklicky vždy při potvrzení transportu 
předchozího požadavku (ETHERNET_MODBUSMASTER_TCP…xREADY). 
Vstupní periferie jsou mapovány do registrů komunikačního modulu od adresy 
0x0000 a výstupní periferie do registrů od adresy 0x0200 [4]. 
Vyčtené hodnoty digitálních vstupů jsou ukládány v PLC do MW0 a hodnoty 
digitálních výstupů, které mají být odeslány na periferie do MW1. Funkční blok 
ETHERNET_MODBUSMASTER_TCP k těmto paměťovým oblastem PLC přistupuje 
prostřednictvím pointerů POINTER TO BYTE na adresy %MB0 a %MB2 viz list 
Global_Variables. Proměnné NofWordsRead a NofWordsWrite udávají počet 
wordů, které mají být přeneseny. 
Programový kód řízení komunikace: 
PROGRAM DISTRIBUOVANE_IO 
VAR 
IPStr:STRING:='192.168.0.113';(*IP adresa modulu*) 
pomReq:BYTE;(*detekce odeslani modbus pozadavku na stav watchdogu*) 
State:BYTE;(*stavovy automat*) 
ErrComm:BOOL;(*porucha komunikace*) 
 
WDG_Status:WORD;       
(*Watchdog status - stav watchdogu 0=run / 1=stop / 2=fault*) 
WDG_Stop:WORD:=16#AA55;      
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(*Watchdog stop - zastaveni watchdogu pro nastaveni timeout*) 
WDG_TimeOut:WORD:=16#0005;     
(*Watchdog timeout*100 v ms*) 
WDG_Restart:WORD:=16#0001;     
(*Watchdog restart - start watchdogu po nastaveni timeout*) 
 
NofWordsWrite:WORD;(*pocet wordu, ktere maji byt zapsany*) 
NofWordsRead:WORD;(*pocet wordu, tkere maji byt cteny*) 
StartReadAdr:WORD;(*adresa odkud se bude cist*) 
StartWriteAdr:WORD;(*adresa kam se bude zapisovat*) 
ptrSend:POINTER TO BYTE;(*pointer kam se bude zapisovat*) 
ptrRec:POINTER TO BYTE;(*pointer odkud se bude cist*) 
CodeFunction:BYTE;(*modbus fce...read=3, write=16, read/write=23*) 
 
(*Funkcni bloky*) 
TimeoutComm:TON;(*Timeout prepnuti na beznou komunikaci*) 
MASTER_COMM: ETHERNET_MODBUSMASTER_TCP; 
fRDY: F_TRIG;(*odeslani modbus pozadavku*) 
rRDY: R_TRIG;(*modbus pozadavek - odpoved*) 
END_VAR 
 
(*----------------zaslani modbus pozadavku pri RDY------------------*) 
IF MASTER_COMM.xREADY THEN 
MASTER_COMM.xSTART:=TRUE; 
ELSE 
MASTER_COMM.xSTART:=FALSE; 
END_IF 
 
(*--------------error komunikace + nastaveni stavu 0----------------*) 
IF MASTER_COMM.wERROR <> 0 THEN 
ErrComm:=TRUE; 
State:=0; 
ELSE 
ErrComm:=FALSE; 
END_IF 
TimeoutComm(IN:=(State<>4),PT:=t#1s); 
ALM_commIO:=TimeoutComm.Q OR ErrComm; 
 
(*----------generator pro WDG restart - pro registr 0x1003----------*) 
IF state<>4 THEN 
IF WDG_Restart>16#0005 THEN 
 WDG_Restart:=16#0001; 
ELSE 
 WDG_Restart:=WDG_Restart+16#0001; 
END_IF 
END_IF 
 
 
 
 
 
 31 
(*--------------stavovy automat komunikace a watchdog---------------*) 
CASE State OF 
0: 
 (*read status watchdog / 1=running*) 
 StartReadAdr:=16#1006; 
 ptrRec:=ADR(WDG_Status); 
 NofWordsRead:=1; 
 NofWordsWrite:=0; 
1: 
 (*stop watchdog / 0x55AA or 0xAA55=stop*) 
 StartWriteAdr:=16#1008; 
 ptrSend:=ADR(WDG_Stop); 
 NofWordsRead:=0; 
 NofWordsWrite:=1; 
2: 
 (*set timeout watchdog*) 
 StartWriteAdr:=16#1000; 
 ptrSend:=ADR(WDG_TimeOut); 
 NofWordsRead:=0; 
 NofWordsWrite:=1; 
3: 
 (*restart watchdog*) 
 StartWriteAdr:=16#1003; 
 ptrSend:=ADR(WDG_Restart); 
 NofWordsRead:=0; 
 NofWordsWrite:=1; 
4: 
 (*bezna komunikace read/write*) 
 StartReadAdr:=16#0000; 
 StartWriteAdr:=16#0200; 
 ptrRec:=ADR(%MB0); (*digitalni vstupy*) 
 ptrSend:=ADR(%MB2); (*digitalni vystupy*) 
 NofWordsRead:=1; 
 NofWordsWrite:=1; 
END_CASE 
 
(*------------------komunikace modbus master------------------------*) 
IF (NofWordsRead<>0) AND (NofWordsWrite<>0) THEN 
CodeFunction:=23; 
ELSE IF (NofWordsRead<>0) AND (NofWordsWrite=0) THEN 
CodeFunction:=3; 
ELSE IF (NofWordsRead=0) AND (NofWordsWrite<>0) THEN 
CodeFunction:=16; 
END_IF 
END_IF 
END_IF 
 
MASTER_COMM( 
  strIP_ADDRESS:=IPStr, 
  wPORT:=502, 
  bUNIT_ID:=0, 
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  bFUNCTION_CODE:=CodeFunction, 
  wREAD_ADDRESS:=StartReadAdr, 
  wREAD_QUANTITY:=NofWordsRead, 
  ptREAD_DATA:=ptrRec, 
  wWRITE_ADDRESS:=StartWriteAdr, 
  wWRITE_QUANTITY:=NofWordsWrite, 
  ptSEND_DATA:=ptrSend, 
  xRESET:=FALSE, 
  tTIME_OUT:=t#1s); 
 
(*--------------------rizeni stavoveho automatu---------------------*) 
rRDY(CLK:=MASTER_COMM.xREADY); (*transport pozadavku dokoncen*) 
fRDY(CLK:=MASTER_COMM.xREADY); (*vyslani pozadavku*) 
(*testovani odeslani pozadavku pri stavu 0 - vycteni watchdog status*) 
IF fRDY.Q AND (State=0) THEN 
pomReq:=pomReq+1; 
END_IF 
(*watchdog status pri stavu 0 - nabeh RDY transport dokoncen*) 
IF rRDY.Q AND (pomReq>0) THEN 
IF WDG_Status=16#0001 THEN 
 State:=4; 
 pomReq:=0; 
 WDG_Status:=16#0000; 
ELSE 
 State:=State+1; 
  IF State>3 THEN 
   State:=0; 
   pomReq:=0; 
   WDG_Status:=16#0000; 
  END_IF 
END_IF 
END_IF 
5.4.5 Datum a čas DATE_TIME 
Tato POU řeší datum a čas pro řídicí systém. Zdrojem času je strojový čas PLC, 
aktualizovaný prostřednictvím NTP serveru, který je využit i pro zobrazení na HMI. 
Dále je v POU programový kód pro spínací hodiny zavlažovacích programů – timery. 
5.4.5.1 Datum a čas systému 
Strojový čas PLC je vyčten pomocí funkce SysRtcGetTime z knihovny SysLibRtc.lib. 
Pro přechod na letní/zimní čas je využit program PrgDaylightSaving z knihovny 
DaylightSaving.lib. Prostřednictvím webového rozhraní PLC je třeba nastavit další 
parametry (např. časové pásmo, povolit port 123…) [13]. 
Položky data a času pro HMI Weintek jsou do paměti uloženy v daném pořadí, viz 
vlastní datový typ TimeHMI, kap. 5.2.2. Toto pořadí a datové typy jednotlivých položek 
struktury vychází z požadavku HMI při volbě externího zdroje data a času [9]. 
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Rozložení strojového času do jednotlivých položek zajišťuje funkce 
FuDT_To_DetailTime z knihovny Scheduler_03.lib [12]. 
5.4.5.2 Spínací hodiny 
Spuštění zavlažovacího programu je možné nastavit automaticky pomocí spínacích 
hodin. Uživatel má možnost nastavit jednotlivé dny, hodinu a minutu sepnutí 
zavlažovacího programu a spínací hodiny deaktivovat viz vlastní datový typ 
TimeSwitch, kap. 5.2.3. Pro každý zavlažovací program je vytvořena sada spínacích 
hodin, které jsou uloženy v proměnné typu ARRAY (pole) – např. TimerProg1 viz kap. 
5.3.2, kde počet prvků pole (počet spínacích hodin) je dán konstantou Ntimer viz kap. 
5.3.1. Pole TimerProg1 tedy obsahuje Ntimer prvků typu TimeSwitch. 
Proměnná spínacích hodin je vyhodnocena pomocí funkčního bloku FB_TimerProg, 
kde jsou všechny přednastavené časy (prvky typu TimeSwitch) porovnány s aktuálním 
časem. Výstup funkčního bloku pak sepne příslušný zavlažovací program. Proměnná 
zavlažovacích programů (tlačítka programů) ZvlhProgBool viz kap. 5.3.2 je typu ARRAY 
(pole). Jednotlivé prvky pole jsou typu BOOL a jejich pořadí odpovídá zavlažovacím 
programům. Počet prvků pole je dán konstantou Nprog viz kap. 5.3.1: 
 ZvlhProgBool [1]…tlačítko zavlažovacího programu 1 
 ZvlhProgBool [2]…tlačítko zavlažovacího programu 2 
 ... 
 … 
 ZvlhProgBool [Nprog]…tlačítko zavlažovacího programu Nprog. 
K sepnutí – zápisu do proměnné zavlažovacího programu dojde pouze v okamžiku 
změny času na požadovaný čas sepnutí (při překlopení minuty). Je to z toho důvodu, že 
spínací hodiny mají suplovat stisk tlačítka zavlažovacího programu. Proto je zápis 
realizován pomocí ukazatele a prvek pole, do kterého se má zapisovat je určen vstupním 
parametrem bNumberProg. 
Kód funkčního bloku FB_TimerProg: 
FUNCTION_BLOCK FB_TimerProg 
VAR_INPUT 
bNumberProg:BYTE;(*cislo zavlazovaciho programu*) 
bDay:BYTE;(*aktualni den...1=Po/2=Ut/3=St... *) 
bHour:BYTE;(*aktualni cas - hodina*) 
bMin:BYTE;(*aktualni cas - minuta*) 
arrTimer: ARRAY [1..Ntimer] OF TimeSwitch;(*nastavene timery z HMI*) 
ptrOut:POINTER TO ARRAY [1..Nprog] OF BOOL; (*zapis do "ZvlhProg"*) 
END_VAR 
VAR_OUTPUT 
END_VAR 
VAR 
pomMin:BYTE;(*promenna pro detekci zmeny minuty*) 
pomBlok:BOOL;(promenna pro zapis na vystup pri preklopeni minuty*) 
END_VAR 
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VAR_TEMP 
i: BYTE:=1; 
END_VAR 
 
(---------------------- detekce zmeny minuty -----------------------*) 
IF bMin<>pomMin THEN(*test zmeny-preklopeni minuty*) 
pomBlok:=FALSE;(*povoleni zapisu pri detekovani preklopeni minuty*) 
END_IF 
pomMin:=bMin; 
 
(*------------------------ zapis na vystup -------------------------*) 
WHILE pomBlok=FALSE DO 
IF arrTimer[i].arrDay[bDay] AND(*pri povoleni zapisu se testuje 
                                  shoda jednotlivych timeru s 
                                  aktualnim casem a enable timeru*) 
 arrTimer[i].arrDay[8] AND 
 arrTimer[i].wHour=bHour AND 
 arrTimer[i].wMin=bMin THEN 
 ptrOut^[bNumberProg]:=TRUE;(*pri nalezeni shody je vystup 
                                 nastaven a zablokovan zapis vystupu*) 
 pomBlok:=TRUE; 
END_IF 
i:=i+1; (*inkrementace - dalsi timer*) 
IF i>Ntimer OR pomBlok THEN(*pokud nedoslo ke shode a byly 
                                   otestovany vsechny timery nebo 
                                   pokud shoda nastala tak blokace 
                                   zapisu vystupu a nastaveni pro 
                                   inkrementaci pro dalsi zapis*) 
 pomBlok:=TRUE; 
 i:=1; 
END_IF 
END_WHILE 
5.4.5.3 Programový kód DATE_TIME  
PROGRAM DATE_TIME 
VAR 
ActTime:DT;(*Strojovy cas PLC*) 
ActDetailTime: typDetailTime;(*Datum a cas rok/mesic/den/hodina…*) 
Summer:BOOL;(*signalizace letniho casu*) 
(*Funkcni bloky*) 
TimeSwitchProg1: FB_TimerProg;(*Timery zavlazovaciho programu 1*) 
TimeSwitchProg2: FB_TimerProg;(*Timery zavlazovaciho programu 2*) 
TimeSwitchProg3: FB_TimerProg;(*Timery zavlazovaciho programu 3*) 
TimeSwitchProg4: FB_TimerProg;(*Timery zavlazovaciho programu 4*) 
TimeSwitchProg5: FB_TimerProg;(*Timery zavlazovaciho programu 5*) 
END_VAR 
 
(*---------------- vycteni systemoveho casu PLC --------------------*) 
ActTime:=SysRtcGetTime(TRUE); (*Strojovy cas PLC*) 
ActDetailTime:=FuDT_To_DetailTime(ActTime);(*rok/mesic/den/hod…*) 
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PrgDaylightSaving(xEnable:=TRUE);(*Prog. pro letni cas*) 
Summer:=PrgDaylightSaving.xSummer;(*Signalizace letniho casu*) 
 
(*--------------------- cas pro HMI Weintek ------------------------*) 
SendTimeHmi.wSec:=BYTE_TO_WORD (ActDetailTime.bSecond); 
SendTimeHmi.wMin:=BYTE_TO_WORD (ActDetailTime.bMinute); 
SendTimeHmi.wHour:=BYTE_TO_WORD (ActDetailTime.bHour); 
SendTimeHmi.wDay:=BYTE_TO_WORD (ActDetailTime.bDay); 
SendTimeHmi.wMonth:=BYTE_TO_WORD (ActDetailTime.bMonth); 
SendTimeHmi.wYear:=ActDetailTime.wYear; 
 
(*---------------- timery zavlazovacich programu -------------------*) 
(*zavlazovaci program 1*) 
TimeSwitchProg1( 
   bNumberProg:=1, 
   bDay:=PrgDaylightSaving.bWeekday,(*1=Po/2=Ut/3=St…*) 
   bHour:=ActDetailTime.bHour, 
   bMin:=ActDetailTime.bMinute, 
   arrTimer:=TimerProg1,(*pole timeru pro spinani*) 
   ptrOut:=ADR(ZvlhProgBool) 
   ); 
 
(*zavlazovaci program 2*) 
TimeSwitchProg2( 
   bNumberProg:=2, 
   bDay:=PrgDaylightSaving.bWeekday,(*1=Po/2=Ut/3=St…*) 
   bHour:=ActDetailTime.bHour, 
   bMin:=ActDetailTime.bMinute, 
   arrTimer:=TimerProg2,(*pole timeru pro spinani*) 
   ptrOut:=ADR(ZvlhProgBool) 
   ); 
 
(*zavlazovaci program 3*) 
TimeSwitchProg3( 
   bNumberProg:=3, 
   bDay:=PrgDaylightSaving.bWeekday,(*1=Po/2=Ut/3=St…*) 
   bHour:=ActDetailTime.bHour, 
   bMin:=ActDetailTime.bMinute, 
   arrTimer:=TimerProg3,(*pole timeru pro spinani*) 
   ptrOut:=ADR(ZvlhProgBool) 
   ); 
 
(*zavlazovaci program 4*) 
TimeSwitchProg4( 
   bNumberProg:=4, 
   bDay:=PrgDaylightSaving.bWeekday,(*1=Po/2=Ut/3=St…*) 
   bHour:=ActDetailTime.bHour, 
   bMin:=ActDetailTime.bMinute, 
   arrTimer:=TimerProg4,(*pole timeru pro spinani*) 
   ptrOut:=ADR(ZvlhProgBool) 
   ); 
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(*zavlazovaci program 5*) 
TimeSwitchProg5( 
   bNumberProg:=5, 
   bDay:=PrgDaylightSaving.bWeekday,(*1=Po/2=Ut/3=St…*) 
   bHour:=ActDetailTime.bHour, 
   bMin:=ActDetailTime.bMinute, 
   arrTimer:=TimerProg5,(*pole timeru pro spinani*) 
   ptrOut:=ADR(ZvlhProgBool) 
   );  
5.4.6 Programový blok ZAVLAHA 
Tato POU je členěna do několika částí: 
 podmínky pro závlahu (enable) 
 přepínač zavlažovacích programů 
 pauza závlahy 
 předvolby sekcí volba/doba závlahy 
 algoritmus závlahy. 
Deklarační část POU ZAVLAHA (dále budou vypsány již samotné části kódů z těla 
POU): 
PROGRAM ZAVLAHA 
VAR 
ZvlhProgVal:WORD;(*Zavlazovaci programy value 0=zadny,1,2,3...*) 
State:BYTE;(*Stavovy automat*) 
RstCount:BOOL;(*Reset citacu sekci*) 
NextSection:BOOL;(*Povoleni prechodu na dalsi sekci*) 
(*Funkcni bloky*) 
rPauzaTL:R_TRIG;(*Nabezna hrana TL pauzy*) 
TpauzaTL:TON;(*Delay pro automaticke zruseni pauzy od tlacitka*) 
TpauzaFault:TON;(*Delay pro ukonceni zavlahy pri pauze od poruchy*) 
ChangeProg:FB_ChangeProg;(*Vyhodnoceni zmeny v "ZvlhProgBool"*) 
GEN: BLINK;(*Generator pulsu 1sec pro citace sekci zavlahy*) 
Count1:CTU;      (*Citac sekce 1*) 
Count2:CTU;      (*Citac sekce 2*) 
Count3:CTU;      (*Citac sekce 3*) 
Count4:CTU;      (*Citac sekce 4*) 
Count5:CTU;      (*Citac sekce 5*) 
Count6:CTU;      (*Citac sekce 6*) 
Count7:CTU;      (*Citac sekce 7*) 
Count8:CTU;      (*Citac sekce 8*) 
Count9:CTU;      (*Citac sekce 9*) 
Count10:CTU;      (*Citac sekce 10*) 
Count11:CTU;      (*Citac sekce 11*) 
Count12:CTU;      (*Citac sekce 12*) 
fProg: F_TRIG;      (*Ukonceni programu*) 
tpProg: TP;      (*Ukonceni programu*) 
END_VAR 
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VAR_TEMP 
 i: BYTE; 
 j:BYTE; 
 k:BYTE; 
END_VAR 
5.4.6.1 Podmínky pro závlahu  
Pro spuštění zavlažovacího programu musí být splněny následující podmínky: 
 parametr provoz…zapnuto 
 parametr servis…vypnuto 
 dešťový senzor neaktivní 
 alarm hladinových snímačů jímky neaktivní (nelogické kombinace) 
 dostatečná úroveň hladiny vody v jímce (alarm vody neaktivní). 
Část kódu pro povolení závlahy: 
(*----------------- podminky spusteni/behu zavlahy -----------------*) 
ZvlhEnable:=    ZvlhProvoz 
   AND NOT ZvlhServis 
   AND NOT ALM_VodaJimka 
   AND NOT ALM_SnimaceJimka 
   AND NOT A2_1_DI02_DestSenzor; 
5.4.6.2 Přepínač zavlažovacích programů  
Tlačítka zavlažovacích programů jsou uložena v proměnné typu ARRAY (pole) 
ZvlhProgBool viz kap. 5.3.2 a kap. 5.4.5.2. Kód zajišťuje přepínání v případě, že je 
jedno tlačítko aktivní a dojde k aktivaci dalšího tlačítka programů tak, aby nedocházelo 
k současnému stavu „zapnuto“ u více tlačítek. Zároveň je lokální proměnná 
ZvlhProgVal nastavena na hodnotu, která odpovídá číslu aktivního zavlažovacího 
programu (pořadí prvku v poli ZvlhProgVal). 
Detekování změn hodnot prvků pole vyhodnocuje funkční blok FB_ChangeProg. 
Vstupním parametrem funkčního bloku je pole zavlažovacích programů a výstupem je 
pole prvků typu BOOL, které jsou nastaveny na TRUE v okamžiku změny. Kód funkčního 
bloku FB_ChangeProg: 
FUNCTION_BLOCK FB_ChangeProg 
VAR_INPUT 
arrProg:ARRAY [1..Nprog] OF BOOL;(*zavlazovaci programy "ZvlhProg"*) 
END_VAR 
VAR_OUTPUT 
arrOut:ARRAY [1..Nprog] OF BOOL; (*detekce zmen ve vstupnim poli*) 
END_VAR 
VAR 
pomarrProg:ARRAY [1..Nprog] OF BOOL;(*pomocne ulozeni programu *) 
END_VAR 
VAR_TEMP 
i: BYTE; 
END_VAR 
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FOR i:=1 TO Nprog BY 1 DO 
IF arrProg[i] <> pomarrProg[i] THEN 
 arrOut[i]:=TRUE; 
ELSE 
 arrOut[i]:=FALSE; 
END_IF 
pomarrProg[i]:=arrProg[i]; 
END_FOR 
 
Programový kód vlastního přepínače s voláním FB_ChangeProg: 
(*----------------- prepinac zavlazovacich programu ----------------*) 
ChangeProg(arrProg:=ZvlhProgBool);(*testovani zavlazovacich programu*) 
j:=0; 
FOR i:=1 TO Nprog BY 1 DO 
IF ZvlhEnable THEN(*splneni podminek zavlahy*) 
 IF NOT ZvlhProgBool[i] THEN       
 (*pokud jsou vsechny prog. vyp, dosahne "j" hodnoty "Nprog"*) 
  j:=j+1; 
 END_IF 
 IF j=Nprog THEN 
  ZvlhProgVal:=0;(*nastaveni 0 pri vypnutych programech*) 
 END_IF 
 IF ChangeProg.arrOut[i] AND ZvlhProgBool[i] THEN 
 (*testovani zmeny na hodnotu zapnuto*) 
  FOR k:=1 TO Nprog BY 1 DO 
   IF k=i THEN (*nastaveni hodnoty pri zmene na zap*) 
    ZvlhProgVal:=BYTE_TO_WORD(i); 
   ELSE (*vypnuti ostatnich pri zmene na zap*) 
    ZvlhProgBool[k]:=FALSE;      
   END_IF 
  END_FOR 
 END_IF 
ELSE 
 ZvlhProgBool[i]:=FALSE;(*vyp při nesplneni podminek zavlahy*) 
 ZvlhProgVal:=0; 
END_IF 
END_FOR 
5.4.6.3 Pauza závlahy  
Probíhající zavlažování může uživatel zastavit pomocí funkce pauza zavlažování 
tlačítkem. Na fasádě u vstupu do zahrady bude umístěno tlačítko, které se připojí na 
digitální vstup distribuovaných I/O. Program detekuje náběžnou hranu (stisk tlačítka) a 
dle aktuálního stavu funkce pauza zavlažování tlačítkem dojde k aktivaci/deaktivaci 
pauzy. Doba – délka trvání pauzy je měřena časovačem, a jakmile dojde k naplnění 
časovače, je pauza automaticky zrušena. Časovač má přednastavenou dobu konstantou 
5min. Po ukončení pauzy pokračuje závlaha na dané sekci a v čase, kdy byla vyvolána. 
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Mimo ručně vyvolané pauzy viz předchozí odstavec, je program vybaven další 
funkcí pauza zavlažování error. Tato funkce je aktivována při aktivních alarmech viz 
globální proměnné kap. 5.3.2: 
 ALM_commIO 
 A2_1_DI11_QF_CerpJimka 
 A2_1_DI12_QF_24VAC_Ventily 
Pokud se do doby 20min od vyvolání pauzy tyto alarmy vrátí zpět do neaktivního stavu, 
je pauza ukončena a závlaha pokračuje na dané sekci a v čase, kde byla vyvolána. 
V opačném případě je zavlažovací program ukončen. Funkce pauza zavlažování error 
tak zajistí možnost pokračování v závlaze v případě poruchy. Alarmy budou do 
budoucna prostřednictvím KNX zasílány investorovi na telefon a je možnost na tuto 
skutečnost akusticky upozornit i pomocí KNX prostorových termoregulátorů v domě. 
Navíc, pokud bude napájecí zdroj pro programovatelný automat v domě připojen na 
zálohované napětí (UPS), bude závlaha dokončena i při krátkém výpadku el. energie. 
Programový kód pro pauzy závlahy: 
(*------------------------ pauza zavlahy ---------------------------*) 
(*pauza tlacitko*) 
rPauzaTL(CLK:=A2_1_DI01_TlacPauza); (*detekce stisku tlacitka*) 
TpauzaTL(IN:=ZvlhPausaTL, PT:=t#5m);(*časovač zruseni pauzy*) 
IF ZvlhProgVal<>0 THEN 
IF rPauzaTL.Q AND ZvlhPausaTL THEN 
 ZvlhPausaTL:=FALSE; 
ELSE IF rPauzaTL.Q AND NOT ZvlhPausaTL THEN 
 ZvlhPausaTL:=TRUE; 
END_IF 
END_IF 
IF TpauzaTL.Q THEN(*automaticke zruseni pauzy po 5min*) 
 ZvlhPausaTL:=FALSE; 
END_IF 
ELSE 
ZvlhPausaTL:=FALSE; 
END_IF 
 
(*pauza pri poruse komunikace I/O nebo napajeni*) 
TpauzaFault(IN:=ZvlhPausaFault, PT:=t#20m); 
IF ZvlhProgVal<>0 THEN 
ZvlhPausaFault:=        ALM_commIO 
    OR NOT A2_1_DI11_QF_CerpJimka 
    OR NOT A2_1_DI12_QF_24VAC_Ventily; 
IF TpauzaFault.Q THEN(*automaticke zruseni zavlahy po 20min*) 
  FOR i:=1 TO Nprog DO 
   ZvlhProgBool[i]:=FALSE; 
  END_FOR 
 END_IF 
ELSE 
ZvlhPausaFault:=FALSE; 
END_IF 
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5.4.6.4 Předvolby sekcí volba/doba závlahy 
Hodnoty předvoleb v tabulce (viz obr. 2.2 kap. 2.4.2) představují dvě proměnné typu 
2Dpole (pole voleb ZvlhPreVolba a pole časů ZvlhPreTime). Podle aktuálního 
zavlažovacího programu jsou vybrány odpovídající hodnoty z těchto dvou polí, které 
jsou uloženy do proměnných ZvlhSekce[i].xEnable a ZvlhSekce[i].rTimeSet  (ZvlhSekce 
je pole struktur – prvek pole obsahuje vlastní datový typ Sekce, viz kap. 5.2.1), pro 
zpracování v další části programu (algoritmus závlahy). 
Kód vyhodnocení předvoleb: 
(*------- predvolby sekce - tabulky doby a volby zavlahy -----------*) 
(*pokud bezi zavlaha - nastav data z tabulek jinak vynuluj*) 
IF ZvlhProgVal<>0 THEN 
FOR i:=1 TO Nsekce BY 1 DO 
 FOR j:=1 TO Nprog BY 1 DO 
   IF ZvlhProgVal=j THEN 
    ZvlhSekce[i].rTimeSet:=ZvlhPreTime[i][j]; 
    ZvlhSekce[i].xEnable:=ZvlhPreVolba[i][j]; 
   END_IF 
 END_FOR 
END_FOR 
ELSE 
FOR i:=1 TO Nsekce BY 1 DO 
 ZvlhSekce[i].rTimeSet:=0; 
 ZvlhSekce[i].xEnable:=FALSE; 
END_FOR 
END_IF 
5.4.6.5 Algoritmus závlahy 
Závlahy sekcí řídí algoritmus, který po spuštění zavlažovacího programu zpracovává 
uložené hodnoty z tabulek volba sekce ZvlhSekce[i].xEnable a doba zálivky 
ZvlhSekce[i].rTimeSet. 
Časy závlahy jednotlivých sekcí jsou realizovány jedním generátorem pulzů a pro 
každou sekci čítač. Přednastavené hodnoty čítačů jsou v proměnné 
ZvlhSekce[i].rTimeSet a aktuální stavy čítačů jsou uloženy v ZvlhSekce[i].rTimeSts (u 
obou převedeno na minuty). Naplnění čítačů – dokončení závlahy na sekcích prezentují 
proměnné ZvlhSekce[i].xFull. Daný čítač čítá pulsy z generátoru (perioda 1s) v případě, 
že je uvolněn proměnnou ze stavového automatu –  ZvlhSekce[i].xFlow. 
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Obr. 5.2: Algoritmus závlahy  
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Algoritmus na obr. 5.2 řídí závlahu sekcí pomocí stavového automatu. Přepínání 
mezi stavy probíhá po sobě podle číslování sekcí pomocí cyklu for, s možností přepnutí 
i na předchozí stavy v případě změny uložených hodnot z tabulek (změny parametrů 
tabulek během závlahy). Ve for cyklu jsou testovány proměnné pro volbu a dokončení 
závlahy sekcí (ZvlhSekce[i].xEnable a ZvlhSekce[i].xFull) a proměnná NextSection 
(povolení přechodu na další sekci). Jakmile je nalezena první povolená sekce, u které 
není dokončena závlaha a je povolen přechod NextSection, je ukončen for cyklus a 
stavový automat přejde do příslušného stavu pro zavlažování této sekce. Zároveň je 
NextSection zakázáno, čímž je zajištěno, že na zavlažovací sekci proběhne celá zálivka. 
K přepnutí na další, např. předchozí sekci z důvodu změny parametrů tak dojde až po 
dokončení závlahy – naplnění čítače. Teprve potom je vystaveno povolení přechodu 
NextSection. Opět je tedy povolena změna stavu automatu a po nalezení další sekce 
k zavlažení je NextSection zakázáno. Pokud již závlaha na všech předvolených sekcích 
proběhla, zůstane NextSection povoleno a kód programu na základě této informace 
provede vypnutí zavlažovacích programů ZvlhProgBool a je nastaven výchozí stav. 
Jednotlivé stavy automatu (State=1…Nsekce) tedy prezentují závlahu jednotlivých 
sekcí, kde je nastavena proměnná ZvlhSekce[i].xFlow dle pauzy závlahy pro danou 
sekci a pro ostatní sekce je vynulována. Zároveň je zde při ukončení závlahy sekce 
zajištěno vystavení povolení přechodu NextSection. 
Ve výchozím stavu State=0 (program závlahy je vypnut) jsou všechny proměnné 
ZvlhSekce[i].xFlow vypnuty, je proveden reset čítačů a nastaveno NextSection pro další 
zapnutí zavlažovacího programu. 
Při vypnutí zavlažovacího programu je vyslán impuls 1s (proměnná ZvlhSaveTime) 
pro uložení časů závlahy do paměti HMI. Doby závlahy na sekcích jsou při zapnutém 
zavlažovacím programu průběžně ukládány do pole ZvlhTimeEnd[i], které je pak 
v HMI uloženo. 
Programový kód algoritmu závlahy: 
(*-------- algoritmus zavlazovani - sekce a stavovy automat --------*) 
(*generator pulsu 1sec*) 
GEN(ENABLE:=(ZvlhProgVal<>0) AND NOT (ZvlhPausaTL OR ZvlhPausaFault), 
TIMELOW:=t#500ms,  
TIMEHIGH:=t#500ms); 
 
(*citace sekci*) 
Count1(CU:=GEN.OUT AND ZvlhSekce[1].xFlow,  
RESET:=RstCount,  
PV:=REAL_TO_WORD (ZvlhSekce[1].rTimeSet*60)); 
ZvlhSekce[1].rTimeSts:=WORD_TO_REAL (Count1.CV)/60; 
ZvlhSekce[1].xFull:=Count1.Q; 
 
Count2(CU:=GEN.OUT AND ZvlhSekce[2].xFlow,  
RESET:=RstCount,  
PV:=REAL_TO_WORD (ZvlhSekce[2].rTimeSet*60)); 
ZvlhSekce[2].rTimeSts:=WORD_TO_REAL (Count2.CV)/60; 
ZvlhSekce[2].xFull:=Count2.Q; 
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Count3(CU:=GEN.OUT AND ZvlhSekce[3].xFlow,  
RESET:=RstCount,  
PV:=REAL_TO_WORD (ZvlhSekce[3].rTimeSet*60)); 
ZvlhSekce[3].rTimeSts:=WORD_TO_REAL (Count3.CV)/60; 
ZvlhSekce[3].xFull:=Count3.Q; 
 
Count4(CU:=GEN.OUT AND ZvlhSekce[4].xFlow,  
RESET:=RstCount,  
PV:=REAL_TO_WORD (ZvlhSekce[4].rTimeSet*60)); 
ZvlhSekce[4].rTimeSts:=WORD_TO_REAL (Count4.CV)/60; 
ZvlhSekce[4].xFull:=Count4.Q; 
 
Count5(CU:=GEN.OUT AND ZvlhSekce[5].xFlow,  
RESET:=RstCount,  
PV:=REAL_TO_WORD (ZvlhSekce[5].rTimeSet*60)); 
ZvlhSekce[5].rTimeSts:=WORD_TO_REAL (Count5.CV)/60; 
ZvlhSekce[5].xFull:=Count5.Q; 
 
Count6(CU:=GEN.OUT AND ZvlhSekce[6].xFlow,  
RESET:=RstCount,  
PV:=REAL_TO_WORD (ZvlhSekce[6].rTimeSet*60)); 
ZvlhSekce[6].rTimeSts:=WORD_TO_REAL (Count6.CV)/60; 
ZvlhSekce[6].xFull:=Count6.Q; 
 
Count7(CU:=GEN.OUT AND ZvlhSekce[7].xFlow,  
RESET:=RstCount,  
PV:=REAL_TO_WORD (ZvlhSekce[7].rTimeSet*60)); 
ZvlhSekce[7].rTimeSts:=WORD_TO_REAL (Count7.CV)/60; 
ZvlhSekce[7].xFull:=Count7.Q; 
 
Count8(CU:=GEN.OUT AND ZvlhSekce[8].xFlow,  
RESET:=RstCount,  
PV:=REAL_TO_WORD (ZvlhSekce[8].rTimeSet*60)); 
ZvlhSekce[8].rTimeSts:=WORD_TO_REAL (Count8.CV)/60; 
ZvlhSekce[8].xFull:=Count8.Q; 
 
Count9(CU:=GEN.OUT AND ZvlhSekce[9].xFlow,  
RESET:=RstCount,  
PV:=REAL_TO_WORD (ZvlhSekce[9].rTimeSet*60)); 
ZvlhSekce[9].rTimeSts:=WORD_TO_REAL (Count9.CV)/60; 
ZvlhSekce[9].xFull:=Count9.Q; 
 
Count10(CU:=GEN.OUT AND ZvlhSekce[10].xFlow,  
RESET:=RstCount,  
PV:=REAL_TO_WORD (ZvlhSekce[10].rTimeSet*60)); 
ZvlhSekce[10].rTimeSts:=WORD_TO_REAL (Count10.CV)/60; 
ZvlhSekce[10].xFull:=Count10.Q; 
 
Count11(CU:=GEN.OUT AND ZvlhSekce[11].xFlow,  
RESET:=RstCount,  
PV:=REAL_TO_WORD (ZvlhSekce[11].rTimeSet*60)); 
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ZvlhSekce[11].rTimeSts:=WORD_TO_REAL (Count11.CV)/60; 
ZvlhSekce[11].xFull:=Count11.Q; 
 
Count12(CU:=GEN.OUT AND ZvlhSekce[12].xFlow,  
RESET:=RstCount,  
PV:=REAL_TO_WORD (ZvlhSekce[12].rTimeSet*60)); 
ZvlhSekce[12].rTimeSts:=WORD_TO_REAL (Count12.CV)/60; 
ZvlhSekce[12].xFull:=Count12.Q; 
 
(*rizeni stavoveho automatu*) 
IF ZvlhProgVal<>0 THEN 
FOR i:=1 TO Nsekce BY 1 DO 
(*test volby sekce, naplneni a povoleni pro prechod na dalsi*) 
   IF ZvlhSekce[i].xEnable  
AND NOT ZvlhSekce[i].xFull  
AND NextSection THEN 
   NextSection:=FALSE; 
   RstCount:=FALSE;(*pred aktivaci stavu uvolni citace*) 
   State:=i;EXIT;(*ukonceni cyklu pri nalezeni sekce*) 
 END_IF 
END_FOR 
IF NextSection THEN(*pokud zustane "NextSection" v TRUE vynuluj 
                     programy*) 
 FOR i:=1 TO Nprog BY 1 DO 
  ZvlhProgBool[i]:=FALSE; 
 END_FOR 
 State:=0; 
END_IF 
ELSE 
State:=0; 
END_IF 
 
(*stavovy automat*) 
FOR i:=0 TO Nsekce BY 1 DO 
IF i=0 AND i=State THEN(*vychozi stav "State=0"...zavlaha vyp*) 
 NextSection:=TRUE; 
 RstCount:=TRUE; 
  FOR j:=1 TO Nsekce BY 1 DO 
   ZvlhSekce[j].xFlow:=FALSE; 
  END_FOR 
ELSE IF i=State THEN (*cislo sekce odpovida stavu...zavlaha zap*) 
 ZvlhSekce[i].xFlow:=NOT(ZvlhPausaTL OR ZvlhPausaFault); 
  IF ZvlhSekce[i].xFull OR NOT ZvlhSekce[i].xEnable  THEN 
   NextSection:=TRUE; 
  END_IF 
ELSE 
 ZvlhSekce[i].xFlow:=FALSE;(*ostatni sekce...zavlaha vyp*) 
END_IF 
END_IF 
END_FOR 
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(*ulozeni zavlazenych casu pro HMI "Data Sampling"*) 
IF ZvlhProgVal<>0 THEN 
FOR i:=0 TO Nsekce BY 1 DO 
 ZvlhTimeEnd[i]:=ZvlhSekce[i].rTimeSts;(*ukladani za behu zavlahy 
                                           do pole pro HMI*) 
END_FOR 
END_IF 
(*ulozeni dat do pameti HMI po ukonceni zavlahy*) 
fProg(CLK:=ZvlhProgVal<>0); 
tpProg(IN:=fProg.Q, PT:=t#1s); 
ZvlhSaveTime:=tpProg.Q; 
5.4.7 Dopouštění jímky JIMKA_VRT 
POU JIMKA_VRT obsahuje kód pro dopouštění jímky z vrtu a vodovodního řádu na 
základě signalizace hladinových snímačů ve vrtu a jímce. Dále jsou zde vyhodnoceny 
nelogické stavy signalizace hladin ve vrtu a v jímce i alarm – nedostatek vody v jímce. 
Impulsním vodoměrem je kromě měření celkové spotřeby vody hlídáno i dílčí 
dopuštěný objem při otevření ventilu vodovodního řádu. 
Deklarační část POU JIMKA_VRT (dále budou vypsány již samotné části kódů 
z těla POU): 
PROGRAM JIMKA_VRT 
VAR 
EnableCerpVrt:BOOL;(*povoleni chodu cerpadla vrtu dle HL1/HL2 vrt*) 
State:BYTE;(*stavovy automat dopousteni jimky*) 
pomVodomerSum:BOOL;(*omezeni inkrementace celkoveho vodomeru*) 
pom1VodomerLast:BOOL;(*omezeni inkrementace pri otv ventilu*) 
pom2VodomerLast:BOOL;(*pro vynulovani vodomeru pri otv ventilu*) 
END_VAR 
VAR_TEMP 
pomarrHlJimka:ARRAY [1..4] OF BYTE;(*ulozeni hladin jimky 4-3-2-1*) 
pomSumHlJimka:BYTE;(*pomocny soucet pro snimace hladin jimky*) 
i:BYTE; 
j:BYTE; 
END_VAR 
5.4.7.1 Snímače/čerpadlo vrt 
Při dvouúrovňové signalizaci přichází v úvahu pouze jeden nelogický stav 
ALM_SnimaceVrt: 
 HL2 (horní) = zaplaveno 
 HL1(dolní) = nezaplaveno. 
Čerpadlo ve vrtu je spínáno ze stavového automatu viz kap. 5.4.7.5. Chod čerpadla 
je ale omezen hladinovými snímači vrtu – lokální proměnná EnableCerpVrt. Při 
neaktivním alarmu nelogického stavu snímačů je chod čerpadla povolen při zaplavení 
horní hladiny a zakázán při následném poklesu pod dolní hladinu.  
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Programový kód: 
(*---------------------- Snimace/cerpadlo vrt ----------------------*) 
(*alarm snimace HL vrt*) 
IF SIMULACE_HL2_Vrt AND NOT SIMULACE_HL1_Vrt THEN 
ALM_SnimaceVrt:=TRUE; 
ELSE 
ALM_SnimaceVrt:=FALSE; 
END_IF 
 
(*enable cerpadla vrt dle HL1/HL2 ve vrtu*) 
IF NOT ALM_SnimaceVrt THEN 
IF NOT SIMULACE_HL1_Vrt THEN 
 EnableCerpVrt:=FALSE; 
ELSE IF SIMULACE_HL2_Vrt THEN 
 EnableCerpVrt:=TRUE; 
END_IF 
END_IF 
ELSE 
EnableCerpVrt:=FALSE; 
END_IF 
5.4.7.2 Alarm snímače jímka 
V jímce jsou signalizovány celkem čtyři úrovně hladiny. Nelogických kombinací je 
tedy daleko více a je lepší vycházet z logicky správných kombinací, kterých je celkem 
pět. Vzhledem k možnostem programovacího jazyka ST jsem zvolil způsob, kdy 
jednotlivé hladiny uložíme do pomocného pole pomarrHlJimka v pořadí od horní HL4 
po dolní HL1 s přetypováním na byte. Ve for cyklu jsou prvky pole testovány na 
hodnotu 1 (zaplavení snímače) a jakmile smyčka „narazí“ na první zaplavenou úroveň, 
je proveden součet všech zbylých prvků (včetně první zaplavené úrovně). Součet při 
logicky správné kombinaci musí odpovídat počtu sčítaných prvků, v opačném případě 
je vyhlášen alarm ALM_SnimaceJimka. 
Kód vyhodnocení nelogické kombinace: 
(*------------------- Alarm snimace HL jimka -----------------------*) 
pomarrHlJimka[1]:= BOOL_TO_BYTE (SIMULACE_HL4_Jimka); 
pomarrHlJimka[2]:= BOOL_TO_BYTE (SIMULACE_HL3_Jimka); 
pomarrHlJimka[3]:= BOOL_TO_BYTE (SIMULACE_HL2_Jimka); 
pomarrHlJimka[4]:= BOOL_TO_BYTE (SIMULACE_HL1_Jimka); 
 
FOR i:=1 TO 4 BY 1 DO 
IF pomarrHlJimka[i]=1 THEN (*testovani hladin na zaplaveni*) 
 FOR j:=i TO 4 BY 1 DO 
(*soucet vsech nizsich hladin vcetne prvni zaplavene*) 
  pomSumHlJimka:=pomSumHlJimka+pomarrHlJimka[j]; 
 END_FOR 
 IF 5-i<>pomSumHlJimka THEN       
  (*soucet musi odpovidat poctu zaplavenych hladin – vcetne 
           první zaplavene, jinak alarm*) 
  ALM_SnimaceJimka:=TRUE; 
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 ELSE 
  ALM_SnimaceJimka:=FALSE; 
 END_IF 
 pomSumHlJimka:=0;EXIT;(*ukonceni smycky po nalezeni prvni  
                           zaplavene hladiny a provedeni algoritmu*) 
ELSE 
ALM_SnimaceJimka:=FALSE; 
END_IF 
END_FOR 
5.4.7.3 Alarm voda jímka 
Při poklesu hladiny v jímce pod signalizaci dolní úrovně HL1 je vyhlášen alarm 
ALM_VodaJimka. Deaktivace alarmu nastane při opětovném zaplavení úrovně hladiny 
HL2. Případný aktivní alarm hladiny je při vypnutém provozu ZvlhProvoz nebo 
aktivním servisu ZvlhServis deaktivován. Rovněž není aktivní při nelogické kombinaci 
signalizace hladin jímky. 
Programový kód: 
(*------------------------- Alarm voda jimka -----------------------*) 
IF ZvlhProvoz AND NOT ZvlhServis THEN(*alarm pouze pri auto provozu*) 
IF NOT ALM_SnimaceJimka THEN 
 IF NOT SIMULACE_HL1_Jimka THEN(*vyhodnoceni HL1/HL2 jimky*) 
  ALM_VodaJimka:=TRUE; 
 ELSE IF SIMULACE_HL2_Jimka THEN 
  ALM_VodaJimka:=FALSE; 
 END_IF 
 END_IF 
ELSE 
 ALM_VodaJimka:=FALSE;(*pri nelogicke kombinaci alarm neaktivni*) 
END_IF 
ELSE 
ALM_VodaJimka:=FALSE; 
END_IF 
5.4.7.4 Impulsní vodoměr 
Impulsním vodoměrem je měřena celková spotřeba VodomerSumDopRad a dílčí 
spotřeba VodomerLastDopRad – při každém otevření ventilu dopouštění z řádu je dílčí 
spotřeba vynulována (u obou spotřeb měřeno v litrech). Obě proměnné jsou pro případ 
výpadku napájení uchovány pomocí kvalifikátoru RETAIN PERSISTENT viz globální 
proměnné kap. 5.3.2. Pro dílčí spotřebu je uživatelsky volitelný limit LimVentilDopRad, 
při jehož překročení je vyhlášen alarm dopouštění ALM_DopRad, který blokuje otevření 
ventilu dopouštění. V případě nekorektní dopuštěné hodnoty (např. při úniku vody 
vlivem poruchy na potrubí) bude na tento stav uživatel prostřednictvím alarmu 
upozorněn. 
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Programový kód měření spotřeby: 
(*------------------- Dopousteni - impulsni vodomer ----------------*) 
(*celkovy vodomer dopousteni jimky z radu*) 
IF NOT RstVodomerDopRad THEN 
IF SIMULACE_VodomerRad AND NOT pomVodomerSum THEN 
 VodomerSumDopRad:=VodomerSumDopRad+10; 
 pomVodomerSum:=TRUE; 
ELSE IF NOT SIMULACE_VodomerRad THEN 
 pomVodomerSum:=FALSE; 
END_IF 
END_IF 
ELSE 
VodomerSumDopRad:=0; 
pomVodomerSum:=FALSE; 
RstVodomerDopRad:=FALSE; 
END_IF 
 
(*vodomer dopousteni jimky z radu...pri otv ventilu reset,alarm*) 
IF NOT RstAlmDopRad THEN 
IF SIMULACE_VodomerRad AND NOT pom1VodomerLast THEN 
 VodomerLastDopRad:=VodomerLastDopRad+10; 
 pom1VodomerLast:=TRUE; 
ELSE IF NOT SIMULACE_VodomerRad THEN 
 pom1VodomerLast:=FALSE; 
END_IF 
END_IF 
IF A2_2_Do15_DopRad THEN(*reset vodomeru "VodomerLastDopRad" při 
                          otevreni dop.ventilu *) 
 IF NOT pom2VodomerLast THEN 
  VodomerLastDopRad:=0; 
  pom2VodomerLast:=TRUE; 
 END_IF 
ELSE IF NOT A2_2_Do15_DopRad THEN 
 pom2VodomerLast:=FALSE; 
END_IF 
END_IF 
ELSE 
VodomerLastDopRad:=0; 
pom1VodomerLast:=FALSE; 
pom2VodomerLast:=FALSE; 
RstAlmDopRad:=FALSE; 
END_IF 
IF VodomerLastDopRad>=LimVentilDopRad THEN 
ALM_DopRad:=TRUE; 
ELSE 
ALM_DopRad:=FALSE; 
END_IF 
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5.4.7.5 Stavový automat dopouštění 
Dopouštění jímky z je řízeno stavovým automatem se stavy: 
 State 0…dopouštění vypnuto 
 State 1…dopouštění z vrtu 
 State 2…dopouštění z vrtu a vodovodního řádu. 
Dopouštění z vrtu je aktivováno poklesem hladiny v jímce pod úroveň HL3 a 
deaktivováno zpětným zaplavením hladiny HL4. Dopouštění z vrtu a vodovodního řádu 
je aktivováno při poklesu hladiny v jímce pod úroveň HL2 a deaktivováno při 
opětovném zaplavení hladiny HL3 viz obr. 5.3.  
 
 
 
 
Obr. 5.3: Stavový automat dopouštění jímky 
 
Na obr. 5.3 není zohledněno omezení chodu čerpadla vrtu, viz kap. 5.4.7.1. V programovém 
kódu je již chod čerpadla hladinou vrtu omezen: 
(*-------------- Stavovy automat dopousteni jimky ------------------*) 
IF ZvlhProvoz AND NOT ZvlhServis THEN 
CASE State OF 
 0: 
  (*vychozi stav/plna jimka/nelogicka kombinace snimacu*) 
  JmkAutoCerpVrt:=FALSE; 
  JmkAutoVentilDop:=FALSE; 
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  IF NOT ALM_SnimaceJimka THEN 
   IF NOT SIMULACE_HL2_Jimka THEN 
    State:=2;(*prechod na dopousteni vrt+rad*) 
   ELSE IF NOT SIMULACE_HL3_Jimka THEN 
    State:=1;(*prechod na dopousteni vrt*) 
   END_IF 
   END_IF 
  END_IF 
 1: 
  (*dopousteni jimky z vrtu*) 
  JmkAutoCerpVrt:=EnableCerpVrt; 
  JmkAutoVentilDop:=FALSE; 
 
  IF ALM_SnimaceJimka THEN 
   State:=0;(*prechod na vychozi stav*) 
  ELSE 
   IF SIMULACE_HL4_Jimka THEN 
    State:=0;(*prechod na vychozi stav*) 
   ELSE IF NOT SIMULACE_HL2_Jimka THEN 
    State:=2;(*prechod na dopousteni vrt+rad*) 
   END_IF 
   END_IF 
  END_IF 
 2: 
  (*dopousteni jimky z vrtu a z radu*) 
  JmkAutoCerpVrt:=EnableCerpVrt; 
  JmkAutoVentilDop:=NOT ALM_DopRad; 
 
  IF ALM_SnimaceJimka THEN 
   State:=0;(*prechod na vychozi stav*) 
  ELSE 
   IF SIMULACE_HL4_Jimka THEN 
    State:=0;(*prechod na vychozi stav*) 
   ELSE IF SIMULACE_HL3_Jimka THEN 
    State:=1;(*prechod na dopousteni vrt*) 
   END_IF 
   END_IF 
  END_IF 
END_CASE 
ELSE 
JmkAutoCerpVrt:=FALSE; 
JmkAutoVentilDop:=FALSE; 
END_IF 
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5.4.7.6 Závlahové čerpadlo jímka 
Čerpadlo v jímce je spuštěno při otevření některého z ventilů závlahových sekcí. Ve for 
cyklu jsou testovány povely pro otevření sekcí ZvlhSekce[i].xFlow. Jakmile je nalezena 
otevřená sekce, je cyklus ukončen a zapnuto čerpadlo jímky: 
(*----------------------- Cerpadlo jimka ---------------------------*) 
IF ZvlhProvoz AND NOT ZvlhServis THEN 
FOR i:=1 TO Nsekce BY 1 DO 
 IF ZvlhSekce[i].xFlow THEN 
  JmkAutoCerpJimka:=TRUE;EXIT; 
 ELSE 
  JmkAutoCerpJimka:=FALSE; 
 END_IF 
END_FOR 
ELSE 
JmkAutoCerpJimka:=FALSE; 
END_IF 
5.4.8 Servisní ovládání SERVIS 
Jednotlivé akční členy (čerpadla a ventily) je možné v servisním režimu ovládat ručně 
bez jakýchkoliv omezení. To je zajištěno pomocí funkce FC_ServisBool. Vstupními 
parametry funkce jsou: 
 servisní/automatický režim 
 povel pro akční člen v automatu 
 povel pro akční člen v servisu. 
Funkce vrací dle stavu módu servisní/automatický režim povel v automatu (výstup 
z algoritmu) nebo servisní povel (globální proměnná pro ovládání z HMI). 
Kód funkce FC_ServisBool: 
FUNCTION FC_ServisBool: BOOL 
VAR_INPUT 
xModeServis:BOOL;(*mod servisniho ovladani - TRUE=servis zap*) 
xInAutomat:BOOL;(*automat - vystup z logiky automatickeho rizeni*) 
xInServis:BOOL;(*vstup pro servisni ovladani*) 
END_VAR 
IF xModeServis THEN(*v servisnim modu vraci funkce "xInServis"*) 
FC_ServisBool:=xInServis; 
ELSE 
FC_ServisBool:=xInAutomat; 
END_IF 
V programovém kódu POU SERVIS jsou při neaktivním servisním řízení všechny 
servisní povely nastaveny do stavu vypnuto (MW50 viz globální proměnné je nastaven 
na hodnotu 0), což zajistí, že po přepnutí do servisního řízení budou všechny akční 
členy okamžitě vypnuty a následně je možné je servisně ovládat. Dále jsou volány 
funkce servisního řízení pro jednotlivé akční členy: 
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(*--------- Servisni ovladani vystupu - ventily a cerpadla ---------*) 
(*Vynulovani servisnich vstupu*) 
IF NOT ZvlhServis THEN 
%MW50:=0; 
END_IF 
 
(*ventil sekce 01*) 
A2_2_Do01_Sekce01:=FC_ServisBool( 
   xModeServis:=ZvlhServis, 
   xInAutomat:=ZvlhSekce[1].xFlow, 
   xInServis:=ServisSekce01); 
 
(*ventil sekce 02*) 
A2_2_Do02_Sekce02:=FC_ServisBool( 
   xModeServis:=ZvlhServis, 
   xInAutomat:=ZvlhSekce[2].xFlow, 
   xInServis:=ServisSekce02); 
 
(*ventil sekce 03*) 
A2_2_Do03_Sekce03:=FC_ServisBool( 
   xModeServis:=ZvlhServis, 
   xInAutomat:=ZvlhSekce[3].xFlow, 
   xInServis:=ServisSekce03); 
 
(*ventil sekce 04*) 
A2_2_Do04_Sekce04:=FC_ServisBool( 
   xModeServis:=ZvlhServis, 
   xInAutomat:=ZvlhSekce[4].xFlow, 
   xInServis:=ServisSekce04); 
 
(*ventil sekce 05*) 
A2_2_Do05_Sekce05:=FC_ServisBool( 
   xModeServis:=ZvlhServis, 
   xInAutomat:=ZvlhSekce[5].xFlow, 
   xInServis:=ServisSekce05); 
 
(*ventil sekce 06*) 
A2_2_Do06_Sekce06:=FC_ServisBool( 
   xModeServis:=ZvlhServis, 
   xInAutomat:=ZvlhSekce[6].xFlow, 
   xInServis:=ServisSekce06); 
 
(*ventil sekce 07*) 
A2_2_Do07_Sekce07:=FC_ServisBool( 
   xModeServis:=ZvlhServis, 
   xInAutomat:=ZvlhSekce[7].xFlow, 
   xInServis:=ServisSekce07); 
 
(*ventil sekce 08*) 
A2_2_Do08_Sekce08:=FC_ServisBool( 
   xModeServis:=ZvlhServis, 
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   xInAutomat:=ZvlhSekce[8].xFlow, 
   xInServis:=ServisSekce08); 
 
(*ventil sekce 09*) 
A2_2_Do09_Sekce09:=FC_ServisBool( 
   xModeServis:=ZvlhServis, 
   xInAutomat:=ZvlhSekce[9].xFlow, 
   xInServis:=ServisSekce09); 
 
(*ventil sekce 10*) 
A2_2_Do10_Sekce10:=FC_ServisBool( 
   xModeServis:=ZvlhServis, 
   xInAutomat:=ZvlhSekce[10].xFlow, 
   xInServis:=ServisSekce10); 
 
(*ventil sekce 11*) 
A2_2_Do11_Sekce11:=FC_ServisBool( 
   xModeServis:=ZvlhServis, 
   xInAutomat:=ZvlhSekce[11].xFlow, 
   xInServis:=ServisSekce11); 
 
(*ventil sekce 12*) 
A2_2_Do12_Sekce12:=FC_ServisBool( 
   xModeServis:=ZvlhServis, 
   xInAutomat:=ZvlhSekce[12].xFlow, 
   xInServis:=ServisSekce12); 
 
(*cerpadlo vrt*) 
A2_2_Do13_CerpVrt:=FC_ServisBool( 
   xModeServis:=ZvlhServis, 
   xInAutomat:=JmkAutoCerpVrt, 
   xInServis:=ServisCerpVrt); 
 
(*cerpadlo jimka*) 
A2_2_Do14_CerpJimka:=FC_ServisBool( 
   xModeServis:=ZvlhServis, 
   xInAutomat:=JmkAutoCerpJimka, 
   xInServis:=ServisCerpJimka); 
 
(*ventil dopousteni*) 
A2_2_Do15_DopRad:=FC_ServisBool( 
   xModeServis:=ZvlhServis, 
   xInAutomat:=JmkAutoVentilDop, 
   xInServis:=ServisDopRad); 
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6 APLIKACE HMI 
Základem aplikace je nastavení pro komunikaci viz kap. 4.2 a import csv souboru 
vygenerovaného z PLC viz kap. 4.1.2. Globální proměnné uložené v zápisníkové 
paměti, viz kap. 5.3.2, jsou importováním csv souboru dostupné pro aplikaci HMI viz 
obr. 6.1. 
 
 
 
Obr. 6.1: Tagy HMI 
6.1 Okna vizualizace 
V aplikaci jsou k dispozici celkem 4 typy oken: [9] 
 base window…základní okna vizualizace 
 fast selection window…defaultní okno často užívaných funkcí 
 common window…defaultní okno společných funkcí 
 system message window…systémová hlášení (např. není komunikace 
s PLC). 
Pro šablonu oken je využito common window, kde jsou umístěny informace o 
přihlášeném uživateli, aktuální datum a čas a v případě aktivního alarmu zde roluje 
název, datum a čas vzniku alarmu (při více aktivních alarmech jsou informace rolovány 
chronologicky). Základem common window je barevné pozadí formou obrázku, které je 
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včetně zmiňovaných položek viditelné ve všech base window (s výjimkou pop-up 
window…malá okna, zobrazující se nad základním oknem vizualizace). 
Při startu HMI aplikace se objeví úvodní obrazovka, která obsahuje menu, pomocí 
kterého uživatel přepíná jednotlivá okna vizualizace. Struktura oken a směry pohybu 
mezi okny jsou na obr. 6.2. Při neaktivitě na panelu 5min je automaticky zobrazena 
úvodní obrazovka a po další minutě je obrazovka panelu vypnuta. 
 
Obr. 6.2: Hierarchie oken HMI 
6.1.1 Úvodní obrazovka 
Ovládací prvky úvodní obrazovky jsou viditelné i bez přihlášení uživatele, ale 
v takovém případě nelze provádět změny ani vstoupit do dalších oken vizualizace. 
V horní části úvodní obrazovky jsou viditelné informace (datum a čas, aktuálně 
přihlášený uživatel a alarm) prostřednictvím common window. Pro základní nastavení 
závlah jsou na úvodní obrazovce umístěna tlačítka hlavních parametrů provoz a servis. 
Při jejich stlačení je uživatel vyzván systémovým oknem k potvrzení provedení změny. 
Dalšími prvky úvodní obrazovky jsou tlačítka pro přihlášení/odhlášení uživatele a 
systémové nastavení (viditelné pouze pro administrátora). Ve spodní části jsou tlačítka 
pro směrování do dalších oken vizualizace: 
 ZAVLAHA…navigace do okna vizualizace závlahového systému (ventily, 
čerpadla, požadované časy sekcí a aktuální doba závlahy při běhu programu, 
hladiny vrt a jímka, spotřeba vody, programy, pozastavení závlahy, dešťový 
senzor) 
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 PREDVOLBY SEKCI…navigace do okna receptury a oken s tabulkami pro 
přednastavení parametrů volba, čas sekcí 
 SPINACI HODINY…navigace do oken pro nastavení spínacích hodin 
zavlažovacích programů 
 HISTORIE ZAVLAHY…zobrazení pop-up okna historie zavlažování – s 
ukončením závlahy jsou uloženy časy závlahy (jak dlouho se na jednotlivých 
sekcích zavlažovalo) 
 HISTORIE ALARMU…zobrazení pop-up okna s historií alarmů. 
 
 
 
Obr. 6.3: Úvodní obrazovka 
6.1.2 Přihlášení uživatele 
HMI aplikaci je v praxi třeba zabezpečit proti neoprávněným zásahům do ovládání a 
nastavení systému pomocí uživatelských práv. V našem případě to jsou uživatelé: 
 admin…administrátor 
 dum…investor 
 zahrada…zahradnická firma. 
Všichni uživatelé mohou měnit prostřednictvím ovládacích prvků vizualizace parametry 
závlahového systému. Pouze administrátor má navíc právo provádět změny 
v systémovém nastavení HMI. Při neaktivitě delší jak 30min je přihlášený uživatel 
automaticky odhlášen. 
Pro přihlášení/odhlášení uživatele slouží vyskakovací okno (pou-up), ve kterém jsou 
umístěny ASCII objekty pro vložení uživatelského jména a hesla a objekty pro 
nastavení hodnoty registrů HMI pro command přihlášení/odhlášení viz obr. 6.4. 
Adresace registrů a hodnoty viz kapitola 10 [9]. 
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Obr. 6.4: Přihlášení uživatele 
6.1.3 Systémové nastavení 
Systémové nastavení je dostupné pouze uživateli admin. Po přihlášení administrátora je 
na úvodní obrazovce zobrazeno tlačítko SYSTEM, pro vstup do systémových parametrů 
viz obr. 6.5. 
 
 
 
Obr. 6.5: Systémové parametry 
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6.1.4 Technologie závlahy 
Vizualizace technologie závlahy (hladiny, čerpadla, ventily, vodoměr) viz obr. 6.6 je v 
okně vyvolaném tlačítkem ZAVLAHA z úvodní obrazovky. 
 
 
 
Obr. 6.6: Vizualizace technologie 
 
U ventilů zavlažovacích sekcí jsou při aktivním zavlažovacím programu zobrazeny 
údaje: 
 NASTAVENO…požadovaná doba závlahy pro aktuální zavlažovací program 
 ZAVLAHA…aktuální doba závlahy při běhu zavlažovacího programu 
 VOLBA…nastavení volby ANO/NE pro aktuální zavlažovací program. 
Pod ventilem dopouštění z vodovodního řádu jsou umístěny numerické objekty: 
 limit dopouštění…nastavení pro vyhodnocení alarmu dopouštění (překročení 
přednastaveného množství po otevření ventilu dopouštění) 
 dopuštěno…aktuální dopuštěné množství po otevření ventilu dopouštění 
(hodnota zůstává zobrazena i po uzavření ventilu, při dalším otevření se 
automaticky počítá opět od nuly) 
 celkem…celkový vodoměr dopouštění 
V pravé horní části jsou umístěny informace: 
 ZAVLAHA VOLNO/BLOK…informace o stavu podmínek pro závlahu viz 
kap. 5.4.6.1 
 MOKRO VOLNO/BLOK …stav dešťového senzoru 
 PAUZA ERR ZAP/VYP…informace o stavu pauzy pauza zavlažování error 
viz kap. 5.4.6.3 
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 PAUZA ZAP/VYP… informace o stavu pauzy pauza zavlažování tlačítkem 
viz kap. 5.4.6.3 s možností aktivace/deaktivace funkce. 
V pravé dolní části okna jsou umístěna tlačítka zavlažovacích programů 
(viz kap. 5.4.6.2). V servisním režimu je možné prostřednictvím tlačítek přímo ovládat 
čerpadla vrtu a jímky, ventily klikem na samotný symbol ventilu. 
6.1.5 Předvolby sekcí 
Stiskem tlačítka PREDVOLBY SEKCI v úvodním menu je zobrazeno okno receptur pro 
doby zavlažování na sekcích obr. 6.7. Jde o možnost uložení přednastavených časů 
sekcí (viz obr. 6.9) pro roční období jaro, léto a podzim do databáze receptury v paměti 
HMI. Nastavení databáze receptury je dostupné v systémovém nastavení – záložka 
Recipe [9]. Do tabulek přednastavených časů je pak možnost hodnoty pro vybrané roční 
období z databáze vyvolat. Uložené hodnoty – databázi receptury lze zálohovat 
prostřednictvím ftp HMI a opětovně při „downloadu“ aplikace do panelu obnovit. 
 
 
 
Obr. 6.7: Vyvolání/uložení receptur časů závlahy 
 
Přenos hodnot mezi databází receptury a tabulkami předvoleb je realizován v makrech 
API funkcemi HMI – RecipeGetData/RecipeSetData pro přístup k databázi a funkcemi 
GetData/ SetData pro přístup k tagům HMI (v PLC proměnná předvoleb ZvlhPreTime 
viz globální proměnné kap. 5.3.2). Popis jednotlivých API funkcí je dostupný ve 
vývojovém prostředí EasyBuilderPro [9] viz obr 6.8. Šipky v dolní části oken 
receptury/předvolby slouží k přepínání – přechod mezi okny předvoleb sekcí pro 
zavlažovací programy P1…P5 a oknem s recepturami viz obr. 6.9 a obr. 6.7. 
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Obr. 6.8: API funkce HMI 
 
 
 
 
Obr. 6.9: Předvolby sekcí 
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6.1.6 Spínací hodiny 
Pro každý zavlažovací program je k dispozici celkem 5 spínacích hodin T1…T5. Čas 
sepnutí je možné nastavit pro určité dny v týdnu a jednotlivé spínací hodiny deaktivovat 
položkou ACT viz obr. 6.10. V levé horní části je červeně signalizováno, pro který 
zavlažovací program jsou hodiny určeny. Pro přechod na spínací hodiny dalšího 
zavlažovacího programu slouží šipky v dolní části okna. 
 
 
 
Obr. 6.10: Spínací hodiny 
6.1.7 Historie zavlažování 
Po ukončení zavlažovacího programu jsou uloženy časy sekcí (jak dlouho se na daných 
sekcích zavlažovalo) z proměnné ZvlhTimeEnd viz kap. 5.4.6.5 do paměti HMI. 
Uložení je realizováno v HMI aplikaci pomocí objektu Data sampling viz obr. 6.11. 
Jedná se o nástroj pro vzorkování dat, kde můžeme nastavit cyklické ukládání 
v časovém intervalu nebo při události. V našem případě se jedná o událostní uložení dat 
dle proměnné ZvlhSaveTime viz kap. 5.4.6.5. Další nastavení viz [9]. 
Zobrazení historie zavlažování je na obr. 6.12, které je vyvoláno tlačítkem 
HISTORIE ZAVLAHY z úvodního menu. 
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Obr. 6.11: Data sampling 
 
 
 
 
Obr. 6.12: Historie závlahy 
 
Data historie závlahy jsou dostupná prostřednictvím ftp HMI v souboru s koncovkou 
csv (v našem případě v adresáři DATASAVE viz Folder name obr. 6.11). Pomocí 
aplikace EasyConverter od firmy Weintek lze provést export do excelu viz obr. 6.13. 
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Obr. 6.13: Export dat 
 
6.1.8 Historie alarmů 
Alarmy technologie, komunikace s distribuovanými I/O a jističů jsou zaznamenávány, 
viz Event alarm log na obr. 6.14. 
 
 
 
Obr. 6.14: Event alarm log 
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Na obr. 6.15 je okno pro zobrazení historie alarmů, které je vyvoláno tlačítkem 
HISTORIE ALARMU z úvodního menu. Červenou barvou jsou vypsány události, kdy 
alarm nastal a zelenou barvou, kdy byl alarm ukončen. Soubory historie s alarmy jsou 
stejně jako u historie závlahy dostupné prostřednictvím ftp HMI s možností exportu do 
excelu (aplikace EasyConverter). 
 
 
 
Obr. 6.15: Historie alarmů 
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7 ZÁVĚR 
Ve své praxi se zabývám KNX instalacemi pro rodinné domy. Ve většině případů byly 
logické funkce pro dům realizovány pomocí speciálních KNX logických modulů 
s možností tvorby programu pouze pomocí grafického editoru a s omezenými 
možnostmi. Vytvořit náročnější aplikaci v takovém modulu bylo problematické a 
neefektivní. 
Využití PLC s KNX rozhraním umožňuje efektivně vytvářet složitější aplikace pro 
technologie domu a díky integraci do KNX umožňuje uživateli zobrazení různých 
technologických celků v jedné vizualizační aplikaci. 
V této práci jsem vytvořil řízení závlahového systému s vizualizací pomocí HMI 
panelu, který bude umístěn v zahradním domku. Pracovníci zahradnické firmy tak 
budou moci komfortně provádět nastavení a údržbu celého systému.  
Díky integraci PLC do KNX bude do budoucna možné hlavní parametry 
závlahového systému zobrazit i stávající aplikací celého domu KNX HomeServer a 
využít PLC i pro další logické funkce domu. 
Nasazení distribuovaných I/O je velkým přínosem i do budoucích instalací. Při 
využití PLC pro technologie domu tak lze propojit vzdálené koncové prvky v domě a 
vytvořit řízení technologií v procesorovém modulu umístěném v technickém zázemí 
domu (např. připojení teplotních snímačů a ventilů vytápěných podlahových okruhů 
v jednotlivých patrech domu).    
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Seznam symbolů a zkratek 
2Dpole dvourozměrné pole 
API  Application Programming Interface 
ASCII  American Standard Code for Information Interchange 
CAA  Codesys Automation Aliance 
CAN  Controller Area Network 
CANopen komunikační protokol sběrnice CAN 
CFC  Continuous Function Chart Editor 
CoDeSys Controlled Development Systém 
DI  Digital Input 
DO  Digital Output 
FBD  Function Block Diagram 
HMI  Human Machine Interface 
IL  Instruction List 
I/O  Input/Output 
KNX  konnex – evropský standard pro systémové elektroinstalace 
LD  Ladder Diagram 
LED  Light Emitting Diode 
NTP  Network Time Protocol 
PLC  Programmable Logic Controller 
PLC_PRG cyklicky zpracovávaná POU 
POU  Program Organization Unit 
RS485  standard sériové komunikace 
SFC  Sequential Function Chart 
ST  Structured Text 
TCP/IP Transmission Control Protocol/Internet Protocol 
TFT   Thin Film Tranzistor 
UPC   Uninterruptible Power Supply 
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Seznam příloh 
Příloha 1. CD 
 Bakalářská práce v elektronické podobě 
 PLC projektový soubor CoDeSys 
 HMI projektový soubor EasyBuilderPro 
 
