Cost, reliability and time are the three main quality attributes of a software system. Now days much software are designed on COTS component in order to facilitate timely development with reduced cost and improved reliability. Software deigned to handle critical control systems have very high reliability requirements. Fault tolerance is designed in these systems for some or all of the software modules so that execution can be resumed even after failure with minimal loss of data and time. Designing fault tolerance requires extra resources. Even though reliability requirement are very high the developers can't spend endless resources on any project. This is a trade off problem between reliability and cost. Many such problems have been discussed in literature considering distinct objectives and constraints and have given good results. An effective approach to discuss this problem is to formulate a multi-objective problem with cost minimization and reliability maximization as the two objectives with an upper bound on cost and lower bound on reliability. In this paper we formulate this bi-criteria problem and discuss the solution methodology. The problem is formulated for consensus recovery block fault tolerant scheme. In case a feasible solution for the problem exists, criterion vector approach is used to solve the problem and otherwise if the bounds are contradictory a goal programming approach is used to solve the problem to obtain a compromised solution. Alternative goal solutions are obtained assigning different weights for the objective to facilitate the decision maker with correct decision.
INTRODUCTION
Computer and its related technology invade every aspect of life. Economical, reliable, and quality software are necessary for any organization for proper functioning. Software should not contain any errors when released to the users. Traditionally the quality of software is expressed in terms of reliability, reliability being the main software quality characteristic. Software reliability measures how well a software system operates to meet the user requirement. Software systems which are developed to operate and control the functioning of some sophisticated and critical systems must be developed in such a way that their execution can be resumed even on a failure in the system with minimal loss of data and time. Such software systems which can continue execution even on a failure are called fault tolerant software.
Fault tolerant software has been considered for use in a number of critical application areas like nuclear power plant, military, emergency services, air traffic control etc. Fault Tolerance is the property that enables a system (often computer-based) to continue operating properly in the event of the failure of (or one or more faults within) some of its components. There are two basic structural methodologies for fault tolerant system namely---Recovery Block scheme and N-Version Scheme. The basic mechanism of both the schemes is to provide redundant software to tolerate software failures. There are some other Fault Tolerant System that combines both Recovery Block schemes and N-Version Schemes to create new hybrid system, such as Consensus Recovery Block. In this system if N-Version programming fails, the system reverts to Recovery Block using the same modules. Only when both N-Version programming and Recovery Block fails does the system fails. A careful use of redundancy may allow the system to tolerate faults generated during software design and coding thus improving software reliability.
The redundant components in software for building the fault tolerance must be build following the design diversity techniques to minimize the possibilities of common errors. Software developers use mostly COTS (Commercial off-theshelf) components for the redundant software modules. COTS components are used as alternatives to in-house developments. Doing so developers can make significant savings in procurement and maintenance and sometimes they are more reliable. Together with this developers of the commercial product integrate new technologies and new standard into the product faster than in house development. However COTS software specifications are written by external sources, organization are sometimes wary of these products because they fear that future changes to the product will not be under their control.
Improving software reliability, using redundancy, however, requires additional resources, i.e. additional cost in terms of redundant software and hardware requirement. Every developer has some constraint on budget how high reliability requirements may be. Therefore the redundancy level to achieve fault tolerance must be carefully determined, and if possible, optimized. Many such problems have been discussed in literature considering distinct objectives and constraints and have given good results. The main consideration in these problems is either cost minimization or reliability maximization. Achieving the highest possible level of reliability is the primary concern of the developers of fault tolerant software but minimizing the development cost can't be ignored. If the cost minimization is overlooked the 
PROBLEM FORMULATION
Here we consider a software system developed on a set of modules (say n). The software is developed to perform a set of functions (say l) using the modules. Different functions call different set of modules for its functioning. Some function may call all while others may call only one of the software modules. Modules of the software are COTS products. Different alternatives of all the modules are available in the market at different cost and level of reliability. Furthermore for each alternative of modules different versions available which also differ in terms of cost and reliability. A schematic representation of the software system can be given by figure 1.
Fig. 1: Software Structure of the Software
Software modules which are called very frequently or whose function is critical to the software operation can be made fault tolerant using redundant modules implemented using some fault tolerant scheme. It may be true for all or none of the modules [2] . Now in the optimization problem under consideration we would like to determine the optimal constitution of the software so that reliability is maximized and cost is minimized. The optimization problem determines the level of redundancy for each module level and the version of the alternative to choose at that redundancy level. For the problem formulation we also consider the fact not all the functions have same level of importance hence they can be assigned weights according to their relative importance, which can be determined on the basic of the frequency of usage. We also assume the existence of virtual versions, apart from available versions, having negligible reliabilities and zero costs. Virtual versions are chosen only when we have insufficient budget. In a situation where this particular version is chosen, the corresponding alternative is not to be added to the system. Apart from these specifications the other considerations and assumptions for the problem formulation are as follows 
Optimization Model
In this optimization model, our aim is to maximize reliability and minimize total cost of the software system. It is assumed that various version of different alternatives of a module are in a Consensus Recovery Block. Upon invocation of a module first alternative is executed and the result is submitted for acceptance test. If it is rejected, the second alternative is executed with the original inputs. The same process continues through all the alternatives until a result is accepted or the Consensus Recovery Block (module) fails. By introducing redundancies fault tolerance is achieved and increasing the number of redundancies the possibility that the Consensus recovery block terminates with a failure is reduced, i.e. reliability is increased.
Objective Functions
The reliability of function l is defined as 
Total cost is the sum of cost of selected version of different alternative of each module. Hence the cost objective is
The management always want to achieve a certain level of reliability (Ro) under limited resources (C0). Therefore optimization problem considering all the specifications and assumptions is stated as 
where X is a vector consisting of ijk x ; 1,..., ; 1,..., ; 1,...,
In the above problem (P1), objective function (1) maximizes the reliability of software system through a weighted function of module reliabilities. Reliability of modules that are invoked more frequently during use are given higher weights. Analytic Hierarchy Process (AHP) can be effectively used to calculate these weights and (2) minimize the total cost of the software.
Equation (3) estimates the reliability of module i following the Consensus Recovery Scheme. As it has been assumed that the exception raising and control transfer programs work perfectly, a module fails if all attached alternatives fail.
Constraint (5) ensures that exactly one version is chosen from each alternative of a module. It includes the possibility of choosing a dummy version. Equations (6) and (7) guarantees that not all chosen alternatives of modules are dummies. (8) specifies the upper bound on the reliability and (9) is the budget constraint. Optimization model (P1) is a 0-1 Bi-Criterion integer programming problem. An example is solved using software package LINGO after normalization.
Normalization
The problem (P1) discussed above is Bi-criteria optimization problem in which on one hand system reliability is maximized and other hand total cost is minimized. Reliability is measured as probability having values between [0, 1], whereas cost is measured in different unit. Before the problem can be solved it needs to be normalized by expressing both objectives in the same units. Above optimization problem can be rewritten by using Geofrion Scalarization [4] . Objective function of problem (P3) can be rewritten by considering weighting vectors ( 1,  2 ) as follow Hence the final formulation of the problem is 
In the next section we provide a numerical illustration for the problem.
ILLUSTRATIVE EXAMPLES 3.1 Example 1
Consider a software system having three modules with various versions of multiple alternatives for each module. The cost reliability data set is given in Table 1 . 
  x x
It is observed that two or more alternatives are chosen for each module. Redundancy is not allowed for any module. The system reliability for the above solution is 0.877243 and cost is 17.10005 units.
Suppose management is not satisfied with reliability of system obtained in the above example. They desire to achieve more system reliability (say Ro=0.90) with the same specified budget Co = 17 units or even can compromise on the budget. It can be noted here that not all the budget is exhausted in this solution. Hence for some other set of weights which assigns even more weight to the reliability objective, a different solution can be obtained with different selection of components. Let us assign weights 0.8 and 0.2 respectively to the reliability and cost objectives, other data remaining the same. The problem now becomes infeasible; hence we solve the problem following the goal programming problem (P5). The optimal solution so obtained is
CONCLUSION
In this paper, Bi-Criteria optimization problem related to Component Selection for COTS based Software System under Consensus Recovery Block Scheme. Simultaneous maximization of reliability and minimization of cost are considered as the two objectives. Modular software performing a specified set of functions is considered. The problem is solved with illustrative examples. Criterion vector approach is used to solve the problem if a feasible solution for the problem exists with in specified bounds otherwise a goal programming approach can be used to solve the problem to obtain a compromised solution. The optimal solution provides the information about the components to be chosen for each module and level of redundancy that can be implemented at each level.
