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図 1.3 ビル空調システム製品の SPLEで回帰テスト工数の爆発的増加が発生した流れ
図 1.4 あるビル空調システム製品の開発工数の変移（概算）




















































































































































































































































































































































































































































































































































































































図 3.1 ビル空調システム製品の構成（タイプ 1）の模式図
34
図 3.2 ビル空調システム製品の構成（タイプ 2）の模式図
続いて，上述のタイプ 1及びタイプ 2の，回帰テストに関係する仕様を表 3.1にまとめ
る．統合テスト実行環境に組み入れるテスト手法は，この仕様を考慮し検討する．
35
表 3.1 ビル空調システム製品（タイプ 1，タイプ 2）の仕様
タイプ 項目 仕様 補足
















































ケース生成ユニット（図 3.3中 2○）にて自動生成される．そしてテストケースを，図 3.3
中 3○のプログラム（以降，テスト実行ユニットと称す）が自動実行する．また本テスト環








































































































































































































































































7 :: flg1==0 -> send_cmd(‘‘cmdA’’); flg1=1;
8 :: flg2==0 -> send_cmd(‘‘cmdC’’); flg2=1;




13 ltl p1 { []<> p }
14 :
この [不具合 1]の再発防止テスト実行時の通信ログ（テスト 2回分を抜粋したもの）を，
























































ソースコード 4.2 不具合 2の再発防止テストに対応するテストケース（概要）
1 :
2 do
3 :: flg1==0 -> send_cmd(‘‘funcA’’); flg1=1;



















































































































(T1): 実機より送信されたビル空調プロトコルコマンドを透過的に IP ペイロードに乗
せ，またビル空調プロトコルコマンドが含む宛先を示す空調アドレスをアドレス変





















この手法では，主記憶の参照などによる IPC（Instruction per Cycle）の変動にともな
う誤差が残る．また表 3.1で示した通りビル空調システムに接続される機器の CPU処理























表 5.1 テスト結果可視化ユニットが提供する GUI部品の例



































（図 5.4 中 (C)）をベースとする．Softgun をベースとした理由には他に，以下の 2 点が
ある．















• 市販 PC（CPU :デュアル，2.9GHz，8コア 16スレッド，メモリ : 32GB，Ethernet
: 100BASE-TX）を用い，室内機が最大 50 台接続されるビル空調システム製品
の，室内機の組込みソフトウェア（実機では 16MHz，1コアのマイコンで動作）を
Softgunで動作させる













表 5.2 室内機組込みソフトウェアを動作させる Softgunプロセス数に対する CPU負荷測定結果
室内機台数（台） 10 20 30 40 50 60 70
CPU使用率（%） 8.0 14.7 25.8 41.7 59.1 82.3 100
5.3.3 実験内容
ビル空調システムに接続される空調室外機製品 2機種について，空調メーカにおけるテ
スト技術者 3名（うち当該室外機担当 2名（被験者 X，被験者 Y），他機種担当 1名（被





2. 被験者 Xは，室外機 2機種のテスト 444項目（1機種目 239項目，2機種目 205項
目）につき，ACETによって実施できるか否かを判断し，判断結果とその理由をコ
メントとして残す．
3. 被験者は，実験手順 2で被験者 Xが ACETで実施できると判断したテストを，従
来のテスト環境を用い，図 5.6に示す作業フローに則り実施する．また，同じテス
















適用可否に テスト項目数 被験者 Xによるコメント
関する判断結果
適用可 379 (85.4%)
適用不可 65 (14.6%) ACETでは操作・結果確認を実施できない







X Y Z X Y Z
室 外 機 1
（201項目）




10.9 10.2 15.7 6.0 5.1 6.6
小計 11.4 10.6 16.5 6.1 5.2 6.7
室 外 機 2
（178項目）




9.8 9.0 11.9 5.1 4.7 5.9
小計 10.3 9.4 12.5 5.2 4.8 6.0
合計 21.7 20.0 29.0 11.3 10.0 12.7
以下，主要な結果を説明する．
• テストの実施，結果確認，テスト対象機器の接続・繋ぎ替えにかかる時間は，機種・
被験者によらず 40%～50% 程度短縮された．最も時間が短縮されたのは室外機 1
67
を対象とした被験者 Zの作業で，15.7時間から 6.6時間と，9.1時間（約 58%）の
短縮となった．
• 作業時間の合計は，当該室外機担当である被験者 X・被験者 Yでは 21.7時間から
11.3時間と 10.4時間（約 48%），20時間から 10時間と 10時間（約 50%）の短縮
であり，被験者 Zでは 29時間から 12.7時間と 16.3時間（約 56%）短縮された．
テスト中に見つかった不具合の件数，および不具合分析にかけた作業時間を，表 5.5に
示す．ACET は従来のテスト環境に対し，過不足無く不具合を抽出することができた．
各不具合の原因特定作業については，表 5.5 中「不具合 1 の分析作業時間」で被験者 Z
が 3.1時間から 1.4時間と 1.7時間（約 55%）の短縮を実現した一方，「不具合 2の分析
作業時間」では被験者 X・Yが 85%程度の短縮となり，被験者 Zは従来テスト環境でも
ACETでも原因を特定できなかった．
表 5.5 不具合分析作業に関する実験結果
項目 従来テスト環境 ACET 補足
X Y Z X Y Z
不具合件数 2 2 2 2 2 2 両者は同じ不具合を検出
不具合 1 の分析
作業時間（時間）




































































































































































































(V2): 手順テンプレートに記述された Proctype 及び LTL 式が含む種別と同じ種別の
機器ないしソフトウェアが，構成データモデルにいくつ記述されているかを抽出
する．
(V3): 抽出された回数だけその Proctype 及び LTL 式を複製し，複製した各々の Pro-
























































セージ error message を受信した時に真，そうでない時に偽を返す is received 関数によ












3 {% for IC in ICs %}
4 is_received({{IC.address}}, error_message)
5 {% endfor %}
6 })
7 :
8 proctype OC(int address){ /*Outdoor Unit*/
9 func1_OC(address)
10 }
11 proctype IC(int address){ /*Indoor Unit*/
12 status[Mode] = 4 /*Cooling*/




17 {% for OC in OCs %}
18 run OC( {{OC.address}} )
19 {% endfor %}
20 {% for IC in ICs %}
21 run IC( {{IC.address}} )
22 {% endfor %}
23 }
24 :
続いて，空調アドレスが 51である室外機 1台，空調アドレスが 1と 2である室内機 2
台の構成について記述した構成データモデルを，ソースコード 6.2に示す．記述している
情報は 6.1節に述べた通りで，TestInfoタグが 1つの構成に，DeviceInfoタグが 1つの
機器ないしソフトウェアに対応しており，種別は ModelName 属性と Ver属性によって
記述し，空調アドレスは Address属性によって記述する．ソースコード 6.2の例は，空調





2 <DeviceInfo Modelname="OC" Ver="1.0" Address="51" />
3 <DeviceInfo Modelname="IC" Ver="1.0" Address="1" />

















9 proctype OC(int address){ /*Outdoor Unit*/
10 func1_OC(address)
11 }
12 proctype IC(int address){ /*Indoor Unit*/
13 status[Mode] = 4 /*Cooling*/




18 run OC( 51 )
19 run IC( 1 )










メーカにおけるテスト技術者 2名（当該室外機担当である被験者 X，被験者 Y）に作成し
てもらった．この再発防止テストは 1機種目の室外機（以降，室外機 1と称す）について
















































項目 被験者 X 被験者 Y 被験者コメント
手順テンプレー
ト作成数






















期待があった．しかし実験の結果，被験者 Xも被験者 Yも，この 72項目のうち 13項目
（約 18%）はハードウェア動作を確認するテストであり，本手法によるテストケース作成














機 1 の 112 項目のうち作成不可と判断した 13 項目を除いた 99 項目のテストケースに，
96個のデータ作成で対応した（約 3%の管理データベース数低減）．被験者 Yは室外機 2




























































2 <DeviceInfo Modelname="Outdoor-A" Ver="1.0" Address="51">
3 <IsVirtual Virtual="False" />
4 <Program Path="C:\outdoor\mot\A.mot" />
5 </DeviceInfo>
6 <DeviceInfo Modelname="Indoor-B" Ver="1.0" Address="1">



























































作成作業時間と統合テスト実行環境によるテスト実行時間との和は 11.9+ 1.6 = 13.5（時

















































































































































































[1] Klaus Pohl, Günter Böckle, and Frank J van Der Linden. Software product line






[4] Magnus Eriksson. An Introduction To Software Product Line Development. Pro-
ceedings of Ume’s Seventh Student Conference in Computing Science, pp. 26–37,
2005.
[5] Andreas Polzer, Stefan Kowalewski, and Goetz Botterweck. Applying software
product line techniques in model-based embedded systems engineering. Proceed-
ings of the 2009 ICSE Workshop on Model-Based Methodologies for Pervasive
and Embedded Software, MOMPES 2009, pp. 2–10, 2009.
[6] Li Jin-Hua, Li Qiong, and Li Jing. The W-model for testing software product
lines. Proceedings - International Symposium on Computer Science and Compu-
tational Technology, ISCSCT 2008, Vol. 1, pp. 690–693, 2008.
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