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ÚVOD
V době, kdy jsou kladeny na návrháře požadavky na co nejmenší časové rozestupy
mezi návrhem a výrobou, je nutné minimalizovat čas strávený při návrhu řešení
testovatelnosti a jeho rychlosti.
Toto zrychlení na poli návrhu čipů přináší nástroje, které dokážou automaticky
vytvářet testovací logiku na běžné prvky jako paměti. Takovým je Tessent MBIST.
Tento nástroj bude vyzkoušen pro vytváření testovací struktury pro paměti v tes-
tovacím čipu. Jelikož je také charakterizuje, nelze jej vždy použít standardním způ-
sobem. Potenciální překážky způsobené nestandardním použitím nástroje budou
zaznamenány a způsoby jejich řešení rozepsány a vyzkoušeny. Z poznatků, které se
budou týkat pouze návrhu front-endu, nikoli back-endu, bude vytvořeno doporučení
o použitelnosti nástroje v budoucích projektech.
Práce se skládá ze dvou částí: teoretické a praktické. Teoretická část je rozdělena
na seznámení se SRAM pamětí, jejími chybami a rozbor testovacích algoritmů. Část
praktická se potom dělí na seznámení s testovacím čipem a MBISTem, požadavky
na design, flow, implementace a výsledky.
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1 OBECNÉ SEZNÁMENÍ S PAMĚTÍ SRAM
Static Random Access Memory (SRAM) je druh polovodičové paměti, která se vy-
značuje vysokou rychlostí, větší složitostí a s tím spojenou i větší plochou. Jelikož
se jedná o paměť statickou, nemusí být v pravidelných intervalech obnovována jako
u paměti dynamické (DRAM). Tento typ paměti si udrží uložené hodnoty až do
odpojení napájení.
Obr. 1.1: Bitová buňka jako bistabilní
klopný obvod z invertorů
Obr. 1.2: Bitová buňka z šesti tranzis-
torů
Bitová buňka je sestavena ze dvou invertorů jako bistabilní klopný obvod. Pro
práci s ní musíme aktivovat řádkový vodič WL, který je napojen na tranzistory 𝑀5
a 𝑀6. Tyto tranzistory oddělují paměťovou buňku od datových vodičů 𝐵𝐿 a 𝐵𝐿.
Bez aktivace 𝑊𝐿 vodiče by operace čtení a zápis nemohly proběhnout.
SRAM paměti je možné vytvořit několika způsoby, například jako 6 tranzistorové
z obr. 1.2 nebo 4 tranzistorové s dvěma rezistory.
1.1 Zápis/Čtení z paměti
Na 6-ti tranzistorové buňce SRAM z obr.1.2 bude názorně ukázáno, jakým způsobem
se z buňky čte a zapisuje.
Zápis nového stavu do buňky začíná zapsáním zvolené logické hodnoty do dato-
vých vodičů 𝐵𝐿 a 𝐵𝐿. Poté je přiveden signál na 𝑊𝐿. Ten otevře tranzistory (𝑀5 a
𝑀6) a datové vodiče 𝐵𝐿 a 𝐵𝐿 se připojí na buňku, kterou překlopí do požadovaného
stavu. 𝐵𝐿 a 𝐵𝐿 vodiče s tranzistory (𝑀5 a 𝑀6) jsou silnější než tranzistory, které
tvoří paměťovou buňku (𝑀1, 𝑀2, 𝑀3, 𝑀4). Je to z toho důvodu, aby je přemohly
a dokázaly přepsat.
Je-li potřeba hodnotu z buňky přečíst, stačí otevřít tranzistory (𝑀5 a 𝑀6) po-
mocí vodiče 𝑊𝐿 a přečíst ji z datového 𝐵𝐿 vodiče, ale kvůli parazitní kapacitě
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datových vodičů a tlaku na zvýšení rychlosti, je uplatněn složitější postup. Nejprve
jsou datové vodiče 𝐵𝐿 a 𝐵𝐿 nabity na napěťové hodnoty mezi jedničkou a nulou.
Po nabití je nastaven 𝑊𝐿 vodič, který otevře tranzistory (𝑀5 a 𝑀6), následně se
na datových vodičích jemně změní napětí, které představuje stav buňky. Napětí je
zachyceno diferenciálním zesilovačem z vodiče 𝐵𝐿 a 𝐵𝐿. Zesilovač následně vyhod-
notí, v jakém stavu se buňka nachází. Čím menší napětí je požadováno na vstupu
zesilovače, tím je operace čtení rychlejší. Naopak, čím větší rozdílové napětí je na
vodičích požadováno k rozeznání stavu buňky, tím je doba nabíjení kapacity vodiče
na požadovanou úroveň delší, a tím je i delší doba čtení.
1.2 Adresování SRAM
Adresování jednotlivých buněk je rozděleno na sloupce a řádky. Příklad na obr. 1.3
představuje paměť s 8-bitovým slovem a hloubkou 8k, která má 13-bitovou adresu,
kdy bity dva až osm rozhodují řadu a zbylých pět rozhoduje sloupec. Fyzické roz-
místění buněk se nemusí shodovat s adresou na vstupu. Tato informace není nutná
při užívání paměti, ale je důležitá při testování. Při testování je nutné znát, jak se
fyzické buňky mapují na adresu, aby se instrukce vykonaly na správných buňkách
a nedošlo tak k chybě.
Obr. 1.3: Obecná architektura SRAM[4]
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2 TESTOVÁNÍ PAMĚTI
Testovat paměti je důležité ve všech fázích jejího života, od výroby až po běžné
používání. Ve výrobě se funkční testy používají pro rozhodování, zda je paměť v po-
řádku či ne. Při používání se mohou provádět zjednodušené testy před spuštěním,
které můžou sloužit jako varování před selhávající pamětí. Tyto testy bývají často
implementovány do paměti v podobě Memory Built-In Self-Test (MBIST), se kterou
je možné testovat paměť bez speciálního zařízení. Paměti se testují na nejrůznější
funkční chyby, které jsou popsány o kapitolu níže. Při charakterizaci pamětí je běžné
testovat jejich vlastnosti jak ze stránky elektrické, tak ze stránky časové, aby bylo







– Test budiče proudového výstupu
– Zkouška zkratového proudu výstupu
• AC
– Doba náběhu/sestupu pulzu
– Setup/Hold čas
– Přístupová doba
– Test maximální frekvence
• Funkční test.
– Chyby buněk
– Chyby adresního dekodéru
– Chyby zapisovací/čtecí logiky




• Iontová kontaminace (způsobí změnu prahového napětí tranzistoru)
• Elektromigrace (zmenšování vodičů na čipu -> nárůst rezistivity)
• Radiace a kosmické záření
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2.1 Chybový model paměti
Abychom se mohli se bavit o chybách pamětí a jejich nalezení, je nutné zavést funkční
chybový model, který popisuje způsob, jakým selhaly. Provedením několika pamě-
ťových operací při sledování chování funkční části paměti lze chyby definovat jako
odlišné chování od toho specifikovaného. Pro popis jakéhokoliv chybového modelu
jsou proto podstatné dvě věci.
• Seznam provedených operací na paměti
• Seznam odpovídajících odchylek od očekávaného chování
Jakýkoliv seznam provedených operací na paměti se, nazývá operační sekvence.
Operační sekvence, která vyústí v rozdíl mezi pozorovaným a očekávaným chováním
paměti se nazývá Sensitizing Operation Sequence (SOS).
Pro specifikování jedné chyby je nutné specifikovat SOS spolu s odpovídajícím
chybovým chováním. Tato kombinace se nazývá Fault Primitiv (FP) a je zapisována
v podobě <S/F/R>. Jako první je uveden aktivační SOS pod písmenem S, který
danou chybu aktivuje. Druhé písmeno F značí chybovou hodnotu paměti (například
po zápisu log. 1 není v paměti log. 1, ale 0). Třetí písmeno R popisuje logickou
hodnotu po operaci čtení na výstupu paměti.
Koncept FP nám umožňuje vytvořit kompletní soustavu všech teoretických chyb
za předpokladu, že známe všechny povolené operační sekvence pro danou paměť.
2.1.1 Klasifikace chybových primitivů
Chyby jsou děleny do několika kategorií znázorněných na obr. 2.1.
Obr. 2.1: Stromová klasifikace chybového primitivu [2]
Statické a dynamické chyby
Pro aktivování statických chyb je nanejvýše potřeba jedna sekvenční operace. Pro
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aktivování dynamické chyby je potřeba více než jedna sekvenční operace. Tato chyba
může postihovat jakoukoliv část paměti.
Jednoduché a propojené chyby
Jednoduché chyby se projevují jako chyby, které nemohou ovlivnit chování ostat-
ních buněk. To znamená, že chování jednoduché chyby nemůže změnit chování jiné.
Propojené chyby se projevují jako chyby, které ovlivňují chování ostatních buněk.
To znamená, že chování určité chyby může způsobit změnu v chování jiné a může
docházet k maskování.
Jednoportové a víceportové chyby
Jednoportové chyby (1PFs) potřebují maximálně jeden port k tomu, aby aktivovaly
chyby. Víceportové chyby (pPfs) se aktivují pouze při provedeni dvou nebo více
současně probíhajících operací na rozdílných portech.
Například, pokud jediná čtecí operace z jednoho portu použitá na buňku 𝐶1
způsobí té samé buňce změnu hodnoty, můžeme to nazvat jednoportovou chybou
(1PFS). Pokud dvě současné čtecí operace ze dvou portů způsobí změnu hodnoty
dané buňky, můžeme ji nazvat jako dvouportovou chybu (2PFS). Stejným způsobem
můžeme pokračovat v charakterizaci dalších portových chyb.
Jednobuňkové a vícebuňkové chyby
Nechme 𝐶 definovat jako počet různých buněk, ke kterým bylo přistoupeno během
SOS operace. Například, pokud se operační sekvence skládá pouze z jedné čtecí
operace, použité pouze na jednu buňku, můžeme říct, že 𝐶 = 1. Pokud se operační
sekvence skládá ze dvou čtecích operací po sobě jdoucích na rozdílné buňky, tak
𝐶 = 2.
Jednobuňkové chyby se týkají jen FP s jednou buňkou. Buňka, která je akti-
vována, je ta samá, na které se chyba objeví. Spojené chyby se vyskytují při FP
operacích, kdy je zapojena do testu více než jedna buňka. Tyto buňky mají schop-
nost aktivovat chybu nebo k ní přispět v jiné buňce. Tato chyba není omezena pouze
na jednu agresivní buňku, ale těch, které ovlivňují obětní buňku, může být i více.
2.1.2 Chyby pro paměti s jedním portem
Tato část je zaměřena na seznámení se s chybami paměti obsahující jeden port.
Chyby pamětí s jedním portem můžeme rozdělit na chyby, které vznikají a postihují
pouze jednu paměťovou buňku (1PF1) a na chyby, které vznikají na základě více
paměťových buněk (1PFx). Bude nutné se zabývat chybami do dvou buněk, protože
většina chyb se nachází v tomto spektru.
Chyby, které postihují pouze jednu buňku (1PF1), mají takovou vlastnost, že
po aplikaci aktivační sekvence chyby na danou buňku se chyba objeví pouze v dané
buňce.
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Chyby závislé na dvou buňkách (1PF2), kdy jedna buňka je obětní (cv) a druhá
buňka je agresor (ca), můžeme rozdělit do tří kategorií.
• 1PF2s, pokud je buňku agresora v určitém stavu, aktivuje se chyba v buňce
obětní
• 1PF2, pokud je na buňku agresora aplikována určitá operace (čtení nebo zá-
pis), dojde k aktivování chyby v buňce oběti
• 1PF2v, pokud je buňka agresora v určitém stavu a je na obětní buňku apliko-
vána operace (čtení nebo zápis), dojde k aktivovaní chyby v této buňce
Chybové primitivy budeme zapisovat pro každou chybu takto <𝑆/𝐹/𝑅>.
Znak 𝑆 bude popisovat aktivační sekvenci chyby. Například S může nabývat
sekvencí (1, 0, 0w1, 1w1, 1r1 a další), kde první 1 nebo 0 znamená původní hodnotu
paměti a následná operace w0/1 nebo r0/1 znamená zápis či čtení dané hodnoty.
Operace 1r1 vyjadřuje operaci čtení z buňky obsahující hodnotu 1 a ta samá hodnota
je očekávána i na výstupu po provedení této operace.
Znak 𝐹 bude popisovat chybovou hodnotu buňky po aktivaci chyby. Například
F může nabývat hodnot (0, 1 a ?). Pokud je buňka po aktivaci chyby ve stavu “?”,
může se nacházet v jedničce nebo nule.
Znak 𝑅 bude popisovat logickou hodnotu na výstupu SRAM, pokud je na buňku
aplikována čtecí operace, která aktivuje chybu. Například 𝑅 může nabývat hodnot
(0, 1, ? a -), kdy “-” znamená, že žádná hodnota není na výstupu, protože aktivační
sekvence neobsahuje čtecí operaci.
Tab. 2.1: Seznam chyb pro 1PF1 FFMs
# FFM Chybový primitiv
1 SF <1/0/->, <0/1/->
2 TF <0w1/0/->, <1w0/1/->
3 WDF <0w0/1/- >, <1w1/0/- >
4 RDF <0r0/1/1 >, <1r1/0/0 >
5 DRDF <0r0/1/0 >, <1r1/0/1 >
6 RRDF <0r0/1/? >, <1r1/0/? >
7 IRF <0r0/0/1 >, <1r1/1/0 >
8 RRF <0r0/0j? >, <1r1/1/? >
9 USF <1/?/->, <0/?/->
10 UWF <0w0/?/- >, <0w1/?/- >, <1w0/?/- >, <1w1/?/- >
11 URF <rx/? /0 >, <rx/? /1 >, <rx/? /? >




# FFM Chybový primitiv
13 NAF {<0w1/0/->, <1w0/1/->, <rx/x/? >}
14 DRF <lT/0/->, <0T/1/->, <xT/?/->
1. State Fault (SF) - buňka má původní logickou hodnotu převrácenou před
tím, než je k ní možno přistoupit. Tato chyba nezávisí na žádné operaci, ale
na původní logické hodnotě. SF má dvě aktivační chybové sekvence <0/1/->
a <1/0/->.
2. Transition Fault (TF) - buňka je postihnuta touto chybou, pokud se nepo-
vede přechod, a to buď z 0 -> 1 nebo 1 -> 0. Tato chyba je aktivována pomocí
zapisovací operace hodnoty opačné původního stavu. TF má dvě aktivační
chybové sekvence <0w1/0/-> a <1w0/1/->.
3. Write Destruction Fault (WDF) - buňka je postihnuta touto chybou,
pokud provedeme operaci zápisu hodnoty shodné v buňce, ale logická hod-
nota v buňce se následně překlopí. WDF má dvě aktivační chybové sekvence
<0w0/1/-> a <1w1/0>.
4. Read Destruction Fault (RDF) - buňka je postihnuta touto chybou, pokud
provedeme čtecí operaci, ale buňka překlopí svou logickou hodnotu a také
ji vrátí na výstupu. RDF má dvě aktivační chybové sekvence <0r0/1/1> a
<1r1/0/0>.
5. Deceptive Read Destruction Fault (DRDF) - buňka je postihnuta touto
chybou, pokud provedeme čtecí operaci a buňka překlopí svou logickou hod-
notu, ale vrátí svoji původní hodnotu. DRDF má dvě aktivační chybové sek-
vence <0r0/1/0> a <1r1/0/1>.
6. Random Read Destruction Fault (RRDF) - buňka je postihnuta touto
chybou, pokud provedeme čtecí operaci a buňka překlopí svou logickou hod-
notu, ale vrátí náhodnou hodnotu. RRDF má dvě aktivační chybové sekvence
<0r0/1/?> a <1r1/0/?>.
7. Incorrect Read Fault (IRF) - buňka je postihnuta touto chybou, pokud
provedeme čtecí operaci, ale logická hodnota na výstupu je špatná s tím, že
uložená hodnota v buňce se nezměnila. IRF má dvě aktivační chybové sekvence
<0r0/0/1> a <1r1/1/0>.
8. Random Read Fault (RRF) - buňka je postihnuta touto chybou, pokud
provedeme čtecí operaci, ale logická hodnota na výstupu je náhodná s tím,
že uložená hodnota v buňce se nezměnila. RRF má dvě aktivační chybové
sekvence <0r0/0/?> a <1r1/1/?>.
9. Undefined State Fault (USF) - buňka, která je postihnuta tuto chybou
má původní logickou hodnotu změněnou na náhodnou hodnotu, než je k ní
21
možno přistoupit. Tato chyba nezávisí na žádné operaci, ale na původní logické
hodnotě. USF má dvě aktivační chybové sekvence <0/?/-> a <1/?/->.
10. Undefined Write Fault (UWF) - buňka je postihnuta touto chybou, pokud
provedeme zápisovou operaci a hodnota buňky se změní na náhodnou hodnotu.
UWF má čtyři aktivační chybové sekvence <0w0/0->, <0w1/?/->, <1w0/?/-
> a <1w1/?->.
11. Undefined Read Fault (URF) - buňka je postihnuta touto chybou, pokud
provedeme operaci čtení a tato operace změní hodnotu buňky do náhodného
stavu, výstupní hodnota paměti může být správná, špatná, ale i náhodná. URF
má šest aktivačních chybových sekvencí <0r0/?/0>, <0r0/?/1>, <0r0/?/?>,
<1r1/?/0>, <1r1/?/1> a <1r1/?/?>.
12. Stuck-At Fault (SAF) - buňka je postihnuta touto chybou, pokud prove-
deme jakoukoliv operaci čtení či zápisu a hodnota buňky se nezmění. SAF
má dvě aktivační chybové sekvence <V/0/-> a <V/0/->. Kde "V"je jakákoliv
aktivační operace.
13. No Access Fault (NAF) - buňka není přístupná, není ji možné změnit zá-
pisem a není z ní možné číst, při operaci čtení získáme na výstupu pouze ná-
hodné hodnoty. NAF má 4 aktivační chybové sekvence <0w1/0/->, <1w0/1>,
<0r0/1/?> a <1r1/0/?>.
14. Data Retention Fault (DRF) - buňka je postihnuta touto chybou, pokud
počkáme dobu delší, než je doba přednabíjecího cyklu v SRAM paměti. Pokud
nepočkáme tuto dobu a zjistíme chybu, tak se nejedná o chybu DRF, ale State
Fault (SF). Pokud se hodnota změnila po delší době, je to chyba DRF. DRF má
4 aktivační chybové sekvence <1T/0/->, <0T/1>, <1T/?/-> a <0T/?/->.
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3 TESTOVACÍ ALGORITMY
V předchozí kapitole byly vyjmenovány všechny statické teoretické chyby jedné
buňky pro jednoportovou paměť. K tomu, aby byly otestovány, musí existovat al-
goritmus, který otestuje co nejvíce chyb za co nejkratší dobu. Algoritmy navržené
na takový úkol ale nesmí překročit kvadratickou mez přístupů pro jednu buňku,
jinak jsou testovací časy nereálné, viz 3.1. Jelikož reálná paměť určité chyby vůbec
mít nemusí, je dobré znát design paměti a podle toho vybírat chyby na testování.
Se zvolenými chybami k otestování a podle časových požadavků je vybrán vhodný
testovací algoritmus. Zvolený algoritmus se může nadále modifikovat pro zachycení
specifických chyb nalezených pro danou paměť.
Tab. 3.1: Časová náročnost algoritmu na jeho složitosti a velikosti paměti
Velikost Testovací perioda 10ns
n 64𝑛 𝑛𝑙𝑜𝑔2𝑛 𝑛3/2 𝑛2
16k 0.01 s 0.0023 s 0.021 s 2.7 s
64k 0.04 s 0.01 s 0.167 s 42 s
256k 0.17 s 0.047 s 1.34 s 11.4 min.
1M 0.67 s 0.21 s 10.7 s 183 min.
4M 2.68 s 0.92 s 85.9 s 49.2 hod.
16M 10.8 s 4.03 s 11.4 min. 36.5 dne
64M 43.2 s 16.2 s 91.6 min. 584 dnů
3.1 Algoritmy
V této části jsou představeny čtyři základní algoritmy a následně je provedeno srov-
nání různých algoritmů s jejich pokrytím chyb. K porozumění algoritmů je nutné
znát možné manipulace s pamětí viz tab. 3.2.
Tab. 3.2: Instrukce pro testovací algoritmy
# Příkaz Popis
1 R0, R1 Přečti buňku a očekávej určenou hodnotu
2 W1, W0 Zapiš do buňky určenou hodnotu
3 ⇕ (...); Vykonej příkazy v závorce v jakémkoliv adresovacím pořadí
4 ⇑ (...); Vykonej příkazy v závorce od nejnižší adresy po nejvyšší
5 ⇓ (...); Vykonej příkazy v závorce od nejvyšší adresy po nejnižší
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Algoritmus 0-1
Jedná se o jeden z nejjednodušších testovacích algoritmů a má následující sekvenci
⇕ (𝑊0); ⇕ (𝑅0); ⇕ (𝑊1); ⇕ (𝑅1). Na každou buňku jsou aplikovány pouze čtyři pří-
kazy, jinak řečeno 4N, kdy N značí počet buněk a pronásobením získáme celkový
počet operací pro tento test. Pokud by paměť trpěla pouze chybami typu SAF a
TF, tak by tento test otestoval paměť na 100 %. Jelikož reálná paměť však může
obsahovat více typů chyb, je využití tohoto algoritmu omezené.
Walking
Walking algoritmus má vždy jednu buňku (adresu), která je v odlišném stavu než
všechny ostatní buňky v paměti. Tato adresa se po každém cyklu posune, od toho
se odvíjí také název walking. Na začátku testu musí být celá paměť nastavena do
nul nebo jedniček. Sekvence algoritmu je ⇑ (𝑅0, 𝑊1, 𝑅1, 𝑊0). Algoritmus dokáže
pokrýt chyby typu SF, TF, RDF, IRF a polovinu dvoubuňkových chyb. Je však
časově velmi náročný.
Marching
Marching algoritmus změní stav buňky na dané adrese a posune se o adresu dál
bez vrácení buňky do původního stavu. Když bude tento algoritmus v polovině, v
jedné půlce paměti budou nové hodnoty a v druhé hodnoty staré. Na konci bude
mít celá paměť nové hodnoty. Sekvence tohoto algoritmu je ⇑ (𝑅0, 𝑊1, 𝑅1). Tento
algoritmus má mnoho modifikací a jejich schopnost pokrýt určité chyby se mění, viz
tab.3.4.
Galloping
Jde o algoritmus, který v jeho nezměněné podobě je časově velmi náročný se složitostí
𝑛2 a dokáže pokrýt více chyb než algoritmus walking. Sekvence tohoto algoritmu je
následující.
1. Do celé paměti je zapsáno 1 nebo 0.
2. Na aktuální adresu je zapsána nová hodnota.
3. Přečtou se všechny ostatní buňky, zda mají svou předpokládanou hodnotu.
4. Adresa je posunuta na novou pozici.
5. Pokračuje se bodem 2 dokud se nedojde na konec paměti.
Pokrytí chyb tímto nezměněným algoritmem je velice vysoký, ale pro svou dobu




V dnešní době existuje velké množství algoritmů a je na návrháři, aby vybral ten
správný. V tab. 3.3 máme názornou sadu 14 testů s jejich postupy. Každý algoritmus
má jinou délku, viz tabulka 3.4, a také se liší tím, jaké chyby dokáže zachytit, což
je možné zjistit z tabulek 3.4 a 3.5. Celý výpis algoritmů se nachází v příloze A.
Tab. 3.3: Jednotlivé algoritmy
# Test Algoritmus Zdroj
8 Galpat {⇑ (𝑊0);⇑ 𝑏(𝑊1𝑏, ⇑ −𝑏(𝑅0, 𝑅1𝑏); 𝑊0𝑏; )
⇑ (𝑊1);⇑ (𝑊0𝑏, ⇑ −𝑏(𝑅0, 𝑅1𝑏); , 𝑊1𝑏); }
[2]
9 Walking {⇑ (𝑊0);⇑ 𝑏(𝑊1𝑏, ⇑ 𝑏(𝑅0); 𝑅1𝑏; 𝑊0𝑏; )
⇑ (𝑊1);⇑ (𝑊0𝑏, ⇑ 𝑏(𝑅0); 𝑅1𝑏, 𝑊1𝑏);}
[2]
14 March SS {⇕ (𝑊0);⇑ (𝑅0, 𝑅0, 𝑊0, 𝑅0, 𝑊1);
⇑ (𝑅1, 𝑅1, 𝑊1, 𝑅1, 𝑊0);⇓ (𝑅0, 𝑅0, 𝑊0, 𝑅0, 𝑊1);
⇓ (𝑅1, 𝑅1, 𝑊1, 𝑅1, 𝑊0);⇕ (𝑅0);}
[5]
Tab. 3.4: Pokrytí chyb pro jednu buňku
# Test Délka SF TF WDF RDF DRDF IRF FC
8 Galpat 6n+4nRC 2/2 2/2 0/2 2/2 2/2 2/2 10/12
9 Walking 8n+2nRC 2/2 2/2 0/2 2/2 0/2 2/2 8/12
14 March SS 22n 2/2 2/2 2/2 2/2 2/2 2/2 12/12
Tab. 3.5: Pokrytí chyb pro dvě buňky
Test CFst CFds CFtr CFwd CFrd CFdr CFir FC
xrx xr-x xwx
Galpat 8/8 8/8 4/8 0/8 4/8 0/8 8/8 4/8 8/8 44/72
Walking 8/8 8/8 4/8 0/8 4/8 0/8 8/8 0/8 8/8 40/72
March SS 8/8 8/8 8/8 8/8 8/8 8/8 8/8 8/8 8/8 72/72
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4 SEZNÁMENÍ S TESTOVACÍM ČIPEM
Čip byl navržen pro testování a charakterizaci SRAM pamětí za účelem ověření
funkčnosti a dosažení požadovaných parametrů zákazníkem. Disponuje proto funk-
cemi pro získání parametrů paměti jako rychlost, časování a spotřeba. Základní
funkcí každé paměti je přímý přístup k paměti (DMA).
DMA přístup je navržen tak, aby byla vždy aktivní jen jedna paměť. Tato me-
toda dovoluje použít jednu vstupní a výstupní sběrnici pro všechny paměti. Tímto
způsobem čip nepotřebuje samostatné piny pro každou paměť. Přístup k jednotli-
vým pamětem se nastavuje pomocí registrů v adresovatelné paměti na čipu.
4.1 Moduly s pamětmi
Paměti jsou v čipu rozděleny do jednotlivých modulů, které provádí jednu specifickou
charakterizační funkci. Všechna bloková schémata modulů se budou řídit od této
části podle legendy na obr. 4.4.
4.1.1 ATC
Modul charakterizace přístupového času ATC má zjistit čas potřebný na propagaci
dat z paměti na výstup po náběžné hraně hodinového signálu. Jeho blokové schéma
je znázorněno na obr. 4.3. Přístupový čas je měřen pomocí záchytných registrů,
které jsou napojeny na výstup z paměti. Záchytný registr má proto v cestě hodi-
nového signálu nastavitelné zpoždění. Pokud se nastaví nulové zpoždění, náběžná
hrana hodinového signálu dojde současně na paměť a záchytný registr. V takovém
případě se nestihnou zpropagovat data z paměti a na záchytném registru nebudou
validní data, viz obr.4.2. Nastavitelné zpoždění je zvyšováno, dokud se na záchyt-
ném registru neobjeví validní data z paměti, viz obr.4.1. Přístupový čas získáme z
nastaveného zpoždění tak, že přepne z této funkce na oscilátor a jeho pulsy budou
spočítány a převedeny na frekvenci. Poloviční perioda této frekvence je přístupový
čas.
Obr. 4.1: ATC s dlouhým přístupovým časem
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Obr. 4.4: Legenda pro bloková schémata modulů
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4.1.2 MFC
Modul charakterizace maximální frekvence MFC má charakterizovat maximální frek-
venci, na které paměť funguje. Blokové schéma je znázorněno na obr. 4.5. Charak-
terizace je to dosaženo pomocí MBISTu, který testuje paměť na různých frekven-
cích. Frekvence je generována nastavitelným oscilátorem, který řídí hodinové porty
paměti a MBISTu. Oscilátor je schopný generovat frekvence násobně větší než teo-
retická frekvence paměti. Postupnou iterací nastavení oscilátoru a testování paměti
za použití binárního vyhledávání získáme nastavení oscilátoru reprezentující max.
frekvenci. Výsledná maximální frekvence se získá napojením výstupu nastaveného
oscilátoru do čítače po určitou dobu a počet sčítaných pulzů se převede na frekvenci.
ZÁCHYTNÝ 
















































Obr. 4.5: MFC blokové schéma pro charakterizaci maximální operační frekvence
4.1.3 SHTC
Modul charakterizace setup/hold času SHTC má zjistit setup a hold časy pro porty
A, D, BWE, ME a WE. Setup je čas, po který musí být vstupní porty paměti sta-
bilní před náběžnou hranou hodinového signálu a hold čas označuje časové rozmezí,
po které musí vstupní porty setrvat ve stejném stavu po náběžné hraně hodinového
signálu. Jeho charakterizační blokové schéma je znázorněno na obr. 4.7 a celá struk-
tura na obr. 4.8. Vždy se charakterizuje pouze jeden signál. Hodinový signál slouží
jako řízení pro CLK paměti a jeden charakterizační signál (například ME). Tyto dva
signály mají v cestě vlastní nastavitelné zpoždění a modelování setup a hold času
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je pak záležitost rozdílu zpoždění. Správnost provedené operace se ověří z výstupu
paměti na testeru. Tento postup je znázorněn na obr. 4.6.


















































































Obr. 4.8: SHTC-DP blokové schéma
4.1.4 FUNC-MEM
Tento modul nemá žádné speciální charakterizační funkce jako předešlé moduly.
Zapojení pamětí je tak podobné běžnému funkčnímu použití, ale její fyzické rozložení
je otočeno o 90 stupňů. Blokové schéma modulu je znázorněno na obr. 4.9.
4.2 Hierarchie
Přehled testovacího čipu je znázorněn v hierarchické tabulce s počtem pamětí a jejich
velikostmi, kde DP znamená dvouportová, SP jednoportová a CUT Circuit Under




∗ 1x CUT1 SP SRAM s 32 slovy, každé po 4 bitech, v 1 bloku
∗ 1x CUT4 SP SRAM s 2560 slovy, každé po 48 bitech, v 1 bloku
∗ 1x CUT2 SP SRAM s 8192 slovy, každé po 4 bitech, ve 4 blocích
∗ 1x CUT3 SP SRAM s 8192 slovy, každé po 144 bitech, ve 4 blocích
– ATC-DP
∗ 1x CUT6 DP SRAM s 16 slovy, každé po 4 bitech, v 1 bloku
∗ 1x CUT9 DP SRAM s 2048 slovy, každé po 36 bitech, v 1 bloku
∗ 1x CUT7 DP SRAM s 4096 slovy, každé po 4 bitech, ve 4 blocích
∗ 1x CUT8 DP SRAM s 4096 slovy, každé po 144 bitech, ve 4 blocích
– MFC-SP
∗ 1x CUT5 SP SRAM s 2560 slovy, každé po 48 bitech, v 1 bloku
– MFC-DP
∗ 1x CUT10 DP SRAM s 2048 slovy, každé po 36 bitech, v 1 bloku
– SHTC-SP
∗ 1x CUT13 SP SRAM s 2560 slovy, každé po 48 bitech, v 1 bloku
– SHTC-DP
∗ 1x CUT14 DP SRAM s 2048 slovy, každé po 36 bitech, v 1 bloku
– FUNC-MEM
∗ 1x CUT11 SP SRAM s 2560 slovy, každé po 48 bitech, v 1 bloku
∗ 1x CUT12 DP SRAM s 2048 slovy, každé po 36 bitech, v 1 bloku
– 4x RING-OSCILATOR (RO)
– 4x THERMO-MONITO (TM)
– CHIP-ID
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Obr. 4.9: FUNC-MEM blokové schéma
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5 BIST
Built-In Self-Test (BIST) je mechanismus, který dovoluje zařízení, aby se samo otes-
tovalo [11]. Jeho výhody spočívají ve zkrácení doby testu a zmenšení závislosti na
komplexním Automatic Test Equipment (ATE) za cenu vložení testovacího zařízení
do designu.
5.1 BIST pro paměti
BIST pro paměti se nazývá MBIST. Dovoluje otestovat paměť algoritmem přímo
jako součást IP paměti nebo jako přidaný modul na čipu. Jeho implementace na čipu
umožňuje zvýšit testovací frekvenci z důvodu kratších vzdáleností, ale tím navyšuje
plochu čipu. Tuto nevýhodu lze vyvážit použitím jednoho MBISTu pro více pamětí.
Testovací čip dovoluje komunikovat pouze s jednou pamětí současně, což limituje
rychlost testování. MBIST bude vytvořen vytvořen pomocí nástroje Tessent MBIST.
5.2 Nástroj DFT pro paměti
MBIST je jeden ze softwarových nástrojů spadajících pod Tessent od Mentor Gra-
phic. Tyto nástroje slouží pro návrh Design For Testability (DFT). Dokážou otes-
tovat kombinační logiku, paměti a dokonce i přidat Boundary Scan napojený na
JTAG. Pro účely testování pamětí nám postačí nástroj Tessent MBSIT.
5.2.1 Základní MBIST bloky
Nástroj automaticky vytváří testovací logiku, která se napojí na testované paměti
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Obr. 5.1: Ukázka blokově vygenerované testovací logiky MBIST a JTAG
MBIST rozhraní z obr.5.1 slouží jako přepínač mezi funkčními a testovacími sig-
nály. Tato rozhraní jsou vložena před každou testovanou paměť. Funkčním signálům
toto rozhraní přidává do cesty většinou jeden multiplexor, pouze u signálů řídících
paměť ještě jedno hradlo, viz obr.B.1. Mapuje se zde logický datový vstup z MBIST
kontroléru na fyzický pro danou paměť a implementují se techniky na minimalizaci
počtu cest mezi MBIST kontrolérem a MBIST rozhraním.
MBIST kontrolér z obr.5.1 slouží pro generaci a vyhodnocení testovacích signálů
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na základě zvoleného testovacího algoritmu. Pro vyhodnocování testů se používají
komparátory, které porovnávají výstupní signály z pamětí s očekávanou hodnotou
z MBIST kontroléru. Každý komparátor má přiřazen registr, do kterého je zazna-
menána případná chyba. Počet těchto registrů je stejný jako šířka sběrnice paměti.
Za pomocí těchto registrů lze zjistit, v jaké bitové části paměti došlo k chybě. Kom-
parátory mohou být dle nastavené umístěny v MBIST rozhraní pro minimalizaci
tras nebo v MBIST kontroléru. Na konci testu se tyto registry vyčtou přes JTAG
a určí, zda paměť prošla testem úspěšně. Jeden kontrolér dokáže obsloužit několik
pamětí, pokud nejsou zásadně odlišné. Tělo kontroléru obsahuje instrukce algoritmu,
operační set instrukcí, stavový automat, generátor adres a další konstrukce nutné k
fungování MBISTu pro testování paměti.
MBIST kontrolér je řízen přes nastavitelné registry napojené na síť JTAG obsa-
žené v modulu Nastavení a stav kontroléru z obr.5.1. Dále se zde nachází Segment
Insertion Bit (SIB) registr, který po nastavení zpřístupní řetězec registrů nacházejí-
cích se v MBIST kontroléru a MBIST rozhraní.
JTAG síť je vytvářena nástrojem automaticky. Do této sítě je připojen Test Data
Register (TDR) jehož vývody mění nastavení modulu tak, aby bylo možné testovat
jeho paměti.
5.2.2 Práce s MBIST
Práce s MBIST může být rozdělena do dvou část:
1. Specifikace DFT hardwaru a jeho vložení do designu, viz obr.5.2
2. Vytvoření paměťových testů na základě specifikace vytvořeného DFT hard-
waru
První část
Nejprve se do nástroje nahraje design, standardní buňky a paměti. Pro paměti
k testování se nahrají jejich DFT šablony.
Specifikují se periody vstupních hodin modulu, jelikož při vytváření testovací
logiky se nástroj pokusí z pinu paměti CLK nají cestu do těchto hodin a zjistit tak
časování pro danou paměť. Pokud mu v hodinových cestách stojí překážka, (např.
multiplexor) je nutné zajistiti jeho řízení vložením pomocné řídící logiky.
Testovatelné paměti jsou vyhledávány na základě jmen šablon pamětí a shared
clusterů, které byly předem načteny. Při kontrole si nástroj ověří zda se jména a šířky
portů v šabloně shodují s tím, co namapoval v designu. Tyto šablony pamětí jsou
rozděleny do dvou skupin - šablony pro samostatnou paměť a šablony pro sdílenou
sběrnici (shared cluster) napojenou na jednu nebo více pamětí ovládaných kont-
rolním portem. V šabloně pro samostatnou paměť se nachází informace o portech
paměti a jejich šířce, paměťové hloubce, použitém algoritmu a fyzickém rozmístění
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jednotlivých paměťových buněk, viz obr. B.2. Šablony by měla standardně dodávat
firma které paměti navrhla, záleží ale na ní pro jaké softwarové nástroje jsou ša-
blony použitelné. Více informací o těchto souborech se nachází v manuále Tessent
MBIST[8]
Po kontrole je automaticky na základě nahraných souborů vytvořena DFT spe-
cifikace. V tomto kroku je možné ji zkontrolovat a upravit. Lze například definovat,
jaké testovací algoritmy má MBIST obsahovat a pro programovatelný MBIST lze
specifikovat maximální délku programovatelné sekvence a proveditelné operace. Je
také možné nastavit i místo porovnání výstupních dat z paměti. Rozpis všech mož-
ností se nachází v návodu pro Tessent Shell[9].
Po upravení DFT specifikace ji nástroj začne generovat. Při generování testova-
cích modulů si program ověří, zda je v pořádku design, DFT specifikace a šablony.
Nástroj automaticky vkládá testovací logiku(MBIST rozhraní) před paměti. To zna-
mená, že pokud nástroj bude potřebovat řídit vstupní datový port modulu paměti,
rozpojí jej na vstupním portu paměti a napojí výstup z vloženého multiplexoru.
Je třeba dát pozor, neboť může dojít k nežádoucímu rozpojení na kritickém místě.
Nástroj při generaci vytvoří RTL soubory, s vygenerovanými testovacími moduly vlo-
ženými do původního designu. Tento soubor nazve [design].vg-no-instruments. Pro
jednotlivé testovací moduly vytvoří samostatné RTL soubory, které můžou být ma-
nuálně upraveny a prozkoumány. Také vznikne assembly modul, který má všechny
potřebné moduly pro testovaní pamětí. Tyto moduly je možné manuálně upravit,
aby vyhovovaly našim požadavkům.
Nakonec je provedena syntéza a extrakce Instrument Connectivity Language
(ICL) a Procedure Description Language (PDL). Nadřazený modul tak ví, jak se
připojit k podřazeným IJTAG modulům. Syntetizují se jednotlivé testovací moduly
a po syntéze jsou jimi nahrazeny původní moduly, které byly v souboru [design].vg-




























































Obr. 5.2: Postup vložení testovací logiky pomocí Tessent MBIST
ICL popisuje propojení sítě Internal JTAG (IJTAG) a IP modulem. Standard
dovoluje popsat adresovatelné registry a základní logické/mux funkce a tím dovo-
luje široký popis testovacího IP. Kombinace ICL popisu testovatelného IP a popisu
propojení na čipu dává možnost najít každý IJTAG kontrolní/data registr, který se
na čipu nachází.
PDL poskytuje informace, jak provést testy určené pro dané IP. Umístění IP
nemá vliv na provedení testu. V těchto testech jsou operace zápis a čtení prováděny
na registrech nebo pinech, které jsou popsány v ICL. Operace jsou časově seřazeny
tak, aby vytvořily test pro IP. V těchto PDL souborech muže být celá sada procedur
na otestování funkčnosti daného IP. Může též obsahovat testovací funkce s nasta-
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vitelnými proměnnými. Tato kombinace dvou metod umožňuje aby navržené testy
bylo možné použít na IP bez ohledu kdo a kde ho používá. Se spojením s IJTAG se
také nemusí starat o napojení daného IP, jelikož se automaticky vygeneruje.
Druhá část
Pro vytváření testů je nahrán design, do kterého byla vložena testovací logika.
Nástroj vytvořil složku v minulém kroku, kde jsou tyto informace uchovány. Příka-
zem jsou nahrány. Následně nástroj vygeneruje testovací specifikaci. Tu lze vytvořit
automaticky, a to buď signoff nebo manufacture na základě informací, které získal
v první části. Pokud je zvolena signoff, vytvoří se sada testů na otestování IJTAG
a MBIST. Ty zkontrolují správnou činnost vložené logiky. U paměti vyzkouší pouze
pár adres. Tím si ověří správnou činnost, což urychlí čas simulace. Druhý automa-
tický test manufacture slouží pro plné testování. U těchto specifikací testů lze zvolit
jejich nastavení, např. průběh diagnostiky - zda se má MBIST kontrolér zastavit
při chybě či ne. Tyto úpravy lze provádět přes interaktivní GUI nebo příkazy. Pro
vytvoření testů se zkontroluje, zda jsou tyto požadavky možné, a následně a ná-
sledně jsou vygenerovány řídící soubory pro testery nebo simulační soubory. Pokud
jsou vytvořeny simulační soubory, lze pomocí příkazu automaticky provést simu-
laci. Druhou možností je vytvářet testy polomanuálně. Hotový design zná všechny
registry modulů, které jsou napojeny na JTAG a jsou zapsané v ICL souborech a
aplikovatelné funkce na tyto moduly jsou zapsané v PDL souborech. Pokud je po-
třeba vytvořit test manuálně, lze využít zapisování do registrů a při tom používat
funkce na automatické generovaní JTAG příkazů. Třeba pro spuštění MBISTu se
zadanými parametry do funkce MBIST-RUN. Takto napsaný test pak lze převést
na formát vhodný pro tester.
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6 NÁVRH DFT PRO TESTOVACÍ ČIP
6.1 Požadavky
U čipu s vloženými DFT strukturami očekáváme, že MBIST provede testovací algo-
ritmus a vyhodnotí funkčnost pamětí. Pro každý modul s pamětmi bude požadován
samostatný MBIST. Pokud by se použil MBIST pouze jeden, nastaly by problémy
s layoutem a napájením. Jako příklad lze uvést situaci, kdy je jeden MBIST vložen
do středu čipu z obr. 4.10. Layouter by v takovém případě musel vést signály přes
velké vzdálenosti ke všem pamětem. Musel by též zajistit zajistit, aby byl rozvod
hodin pro všechny paměti a MBIST stejný. Dalším problémem, se kterým by bylo
nutné se vypořádat, jsou různá napájení pro moduly a jejich měření spotřeby. Kvůli
těmto aspektům designu je předpokládáno 7 MBISTů. Při jejich vytváření se po-
kusíme vyhnout změnám původní architektury designu, a to kvůli přizpůsobení pro
nástroj Tessent MBIST. Dále musíme zachovat neporušené či minimálně změněné
charakterizační funkce pamětí. Vložená testovací logika bude řízena přes Joint Test
Action Group (JTAG), který automaticky vytvoří nástroj Tessent MBIST. MBIST
kontrolér bude mít v sobě jeden algoritmus a to SMarchCHKBvcd. Algoritmus bude
přejat ze šablon pro dané paměti a je podporovaným nástrojem a tudíž nemusíme
implementovat vlastní. Na výstupech pamětí nechceme žádná hradla v cestě, proto
pro všechny MBIST rozhraní vypneme vytváření bypass struktury okolo paměti.
Tento krok nám zajistí, že na výstupu pamětí nebudou žádné multiplexory. Ostatní
MBIST nastavení necháme v původním stavu. Výsledná testovací struktura by měla
vypadat jak na obr. 6.1. Moduly budou připojeny přes buňky SIB, které po nastavení
otevřou cestu do požadovaného modulu. To umožní rychlejší přístup do testovacích












































Obr. 6.1: Návrh DFT topologie
6.2 Flow
Flow popisuje, jaký je postup návrh u čipu od začátku až do dosažení požadovaného
stavu. V tomto případě popisuje, jak z RTL kódu bude vytvořen funkční a verifiko-
vaný gate level netlist a jakým způsobem je následně vkládána testovací logika. Jeho
výstupem je verifikovaný gate level netlist s testovací logikou, který je připraven na
layout. Toto flow je znázorněno na obr. 6.2.
6.2.1 Implementace
Implementace bude prováděna po modulech. Čip byl navržen po modulech takzva-
nou Bottom-Up metodou a následně po modulech syntetizován. Je tudíž vhodné
použít tuto stejnou metodu pro vkládaní DFT logiky. Pokud by se tato implemen-
tace prosadila, byla by integrace DFT do takového návrhu jednoduchá. Testovací
logika pamětí bude vkládána do modulů po syntéze a její verifikaci, které jsou ve
formátu gate level netlist. Pokud bude vyžadována nutná změna v Hardware De-




































































MBIST, bude nutné celý design znovu syntetizovat, ověřit pomocí Logic Equiva-
lence Checking (LEC) a verifikovat funkčními testy. Každý modul bude mít svůj
skript pro vkládání DFT, postupovat se bude od spodních modulů k vrchním. Fle-
xibilita této metody spočívá v tom, že není potřeba vkládat DFT do všech modulů.
Vždy stačí pouze modul topový, ke kterému můžeme přidat jakýkoliv spodní, jelikož
nástroj moduly dokáže přes síť IJTAG automaticky napojovat. Jednotlivé moduly
projdou několika kroky při vkládání DFT. První krokem je vložení DFT logiky do
netlistu pomocí nástroje Tessent MBIST a jeho uložení. Následuje náprava nechtě-
ných změn za pomocí příkazů v uloženém souboru. Na závěr je zavolán programu DC
Shell(syntéza) z nástroje Tessent MBIST. Po dokončení syntézy budou vytvořeny
automatické verifikační testovací vektory pro DFT, které budou spuštěny. Pokud
verifikace neproběhne v pořádku, je nutné najít příčinu a upravit skript.
6.2.2 Verifikace
Ve flow z obr. 6.2 jsou použity 3 druhy verifikace - formální, logická simulace a
statická časová analýza. Formální verifikace se provádí na původním čipu mezi RTL
moduly před a po syntéze. Logická simulace se budu provádět na gate levelu net-
listu pro MBIST a funkce původního návrhu. Logická simulace MBISTu je prováděná
ihned po vložení testovací logiky, kdy nástroj Tessent MBIST automaticky vytvoří
testy pro vloženou logiku. Následně otestuje IJTAG síť a spustí zkrácený test pa-
měti. Tyto testy jsou aplikovány přes porty JTAGu na testovaném modulu. Logická
simulace zajistí, že skript pro daný modul vytvoří funkční testovací strukturu pa-
měti. U funkční logické simulace na čipu nejsou testy napsány pro spodní moduly,
ale jen pro vrchní. Pokud je hotový jeden modul s testovací logikou a chceme ho
funkčně simulovat, je nutné nahradit původní modul novým a spustit simulaci na
čipu. Nastane však problém, jelikož spodní modul nemá na IJTAG pinech žádný
vstup a MBSIT logika je v neznámém stavu. Kdyby se tento modul dal simulo-
vat na úrovni modulu, daly by se tyto nezapojené piny nastavit. V prvním případě
nezbývá nic jiného, než změnit netlist a manuálně napsat hodnotu, což ale není
jednoduše opakovatelné. Druhá možnost spočívá v tom, že je dodatečně provedeno
vložení sítě JTAG do vrchního modulu a následně provedena verifikace. V této práci
je nejdříve vytvořen celý čip s DFT a poté spuštěna funkční logická simulace. Ta je
řízena přes Makefile, kterému bylo nutné nachystat seznam odkazů na moduly, na
nichž bude povedena. Pro zkrácení času funkčních simulací byla použita síť výpo-
četních strojů. Výsledky funkční simulace budou porovnány s původními výsledky
za účelem zjištění, zda nedošlo ke změnám čí chybám. Pokud dojde k chybám, bude
nutné je opravit, a pokud došlo ke změně, zjistit, zda tato změna něco neovlivňuje.
Po logické simulaci následuje Static Timing Analysis (STA). To je řízeno přes Ma-
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kefile, kterému je zadávána teplota a napětí. Skript pro nahrávání designu je nutné
upravit tak, aby podporoval nový design s DFT. Dále musela být přidána omezení
při analýze tak, aby JTAG piny byly v nule. To zajistí, aby MBIST logika byla ve
vypnutém stavu a mohla být analyzována funkční část. Analýza je zaměřena na nové
případy porušení časové specifikace, které nebyly v původním designu. Hledá se, zda
nebyly vloženy hradla do kritických cest a pokud ano, je nutné najít řešení, jak je
odstranit. Dále je ověřeno, zda nevznikly velké časové rozdíly v kritických cestách
modulů. Kritické cesty jsou znázorněny žlutou barvou na obr. 4.3, 4.5 a 4.8.
6.3 Použití Makefilu
Makefile je strojově čitelná dokumentace, která automatizuje pracovní postup (flow)
[3]. Tento design čipu používá několik speciálních makefilů pro nástroje a pak ma-
kefily, které je ovládají. Tím je dosažena automatizace flow celého čipu.
V této práci slouží Makefile jako konstruktor pro vkládání DFT do designu. Jed-
notlivé moduly jsou závislé na modulu skriptu určeného pro nástroj Tessent MBIST,
na původním designu a na standardních buňkách. Na obr. 6.3 vidíme složku Make-
file prostředí, kdy * značí soubory, které se vytváří, a které se také příkazem clean
smažou. Hlavní složkou jsou scripts, kde se nacházejí skripty pro jednotlivé moduly,
které využívá nástroj Tessent MBIST. Ve složce library se nachází knihovny pro
popis pamětí a standardních buněk. Tyto knihovní soubory obsahují odkazy a byly
napsány ručně. Pro účely této práce tato knihovna stačí, ale správně by měl Makefile
tyto soubory vygenerovat na základě informací o projektu, jelikož se tyto informace
mohou měnit a změny se musí automaticky propagovat přes celý design. Složku
tsdb_out vytváří nástroj Tessent MBIST automaticky, pokud mu není řečeno ji-
nak. Ukládá do ní všechny vytvořené soubory a změny v designu. Složky synthesis
a simulation vytváří nástroj Tessent MBIST, a to při syntéze a simulaci. Jednotlivé
syntézy či simulace jsou zaznamenány a nachystány na opakované spuštění, pokud
jsou požadovány. Do složky out jsou ukládány moduly, které prošly DFT. Do složky
full_layout Makefile poskládá hotový design s moduly po DFT a částí nezměně-
ných modulů. Hotový design se následně může podrobit verifikaci a statické časové
analýze. Ve složce calculated_area se nachází další Makefile, který vezme design ze














































Obr. 6.3: MAKEFILE prostředí
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7 IMPLEMENTACE DFT
7.1 Limitace nástroje Tessent MBIST
Při vkládání testovací struktury pro paměti pomocí nástroje MBIST byly nalezeny
společné limitace, se kterými se bylo nutné vypořádat. První limitace se týká pinu
BYPASS u paměti, kdy nástroj nepředpokládá, že tento pin je už používán, a auto-
maticky ho odpojí a nahradí svým. Proto se musí modul po vložení testovací logiky
upravit příkazy nebo manuálně. A to tak, aby rozpojil BYPASS pin u paměti, přidal
multiplexor, napojil na něj původní a vygenerovaný BYPASS signál. Výstup mul-
tiplexoru připojil k paměti a jako řídící signál použil programovatelný registr přes
JTAG, viz obr. 7.1. Ten se pak při MBISTu správně nastaví. Při resetu JTAGu
se registry překlopí do takových výchozích hodnot, aby DFT logika neovlivňovala


























Obr. 7.1: Napojení dvou BYPASS signálů
Druhá limitace se týká řízení portů pamětí během testování, kde je zapotřebí,
aby speciální testovací porty na paměti RVAL a WVAL byly nastaveny do určitých
stavů. Nástroj umožňuje 1bitové porty řídit do 1 nebo 0 a při portech větších jak 1bit
nastavit všechny bity do nul nebo jedniček. Pokud je ale potřeba nastavit 3bitový
port do hodnoty dva, nastává problém. Na podpoře tohoto nástroje najdeme, že je
to žádaná vlastnost kterou možná v budoucnu implementují. Zatím ale doporučují
vytvořit obálku, která rozdělí port s širokou sběrnicí na jednotlivé porty. Doporučená
metoda softwarovým výrobcem ale přináší práci na změnu šablony paměti, vytvoření
nové obálky a integraci této obálky do designu, které vedou ke změnám v modulech,
kde se daná paměť používá, dále v časových požadavcích pro časovou analýzu a ve
verifikaci, pokud daný port využívá. Kvůli nestandardnímu designu se však nabízí
jednodušší řešení.
Ve všech modulech, kam se vkládá MBIST, se nachází připojovací modul, který
má za úkol připojit pouze zvolenou paměť. Pokud paměť zvolená není, jsou do pa-
měti nastaveny výchozí hodnoty, které při MBISTu požadujeme. V připojovacím
modulu, jako na obr. 7.3 od ATC, se nachází multiplexory, které mají na vstupu
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funkční signály a na druhém výchozí hodnoty. Multiplexory řídí pouze jediný sig-
nál, a pokud by tento signál šel zachytit a ovládat přes JTAG registr, snížil by se
tak počet buněk, které by jinak nástroj musel vytvořit pro řízení těchto portů do
výchozích hodnot. Zachycení těchto signálu ale není vždy jednoznačné. Jelikož se
pracuje na souborech po syntéze, řídící signály nemusí být k nalezení, mohly být
přejmenovány nebo optimalizovány. Proto se při syntéze tyto signály označí jako
neoptimalizovatelné. Ale i to nemusí stačit, pokud dané signály nejsou dostupné
po evaluaci nástrojem pro syntézu. V samotném verilog kódu lze používat syntaxe
generate se signály sběrnice. V takovém případě nemá nástroj syntézy jasně defino-
váno jak dané signály pojmenovat. A tak pojmenuje pouze některé a ostatním dá
náhodná jména. V takovém případě pak je nutné rozepsat jednotlivé dráty v RTL,
souborech aby je bylo možné označit. Naštěstí tento řídící signál řídí hradlo AND
a to hradlo další AND, které je připojené na invertor napojený na port TM. Za-
chycením signálu TM ANDem napojeným na JTAG TDR registr lze port nastavit
do 1. Tato hodnota se překlopí na 0 a propaguje se přes všechny ANDy nezávisle
na hodnotách ostatních vstupních signálů a dostává se až k řídícím multiplexorům.
Tím je dosaženo nastavení výchozích hodnot do pamětí. Tato metoda byla použita
pro moduly ATC-SP, ATC-DP, MFC-SP, a MFC-DP.
7.2 Moduly
Tato část je zaměřena na změny, které nastaly při běžném postupu vkládání MBIST
do těchto modulů, a problémy, které tím vznikly, a jejich řešení.
7.2.1 ATC-DP
Po vložení MBISTu do ATC-DP vzniklo blokové schéma na obr. 7.2. Z obrázku lze
konstatovat že, by nemělo dojít k žádné změně charakterizačních schopností tohoto
modulu, protože vložené rozhraní vkládá multiplexory do vstupních cest paměti,
ale ne do výstupních. Pro kritické výstupní cesty z paměti vznikne větvení zpátky
do MBIST rozhraní. To může způsobit zvětšení kapacity na výstupních vývodech a
tím i zvětšení přístupové doby. Vliv bude nejspíše minimální, to ale bude ověřeno
v časování. Vstupní multiplexory neovlivní parametry charakterizace protože nejsou
v kritické cestě, a měření nastává, až jsou vstupní data do paměti nachystaná a
validní. Do cesty hodinového signálu byla vložena odbočka pro MBIST kontrolér
a MBIST rozhraní. To nevadí, protože se to následně vyřeší při vytváření rozvodu
hodinových cest layouterem. Změny, které nastaly v připojovacím modulu, jsou zná-


























































































































Obr. 7.3: ATC-DP připojovací modul
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7.2.2 ATC-SP
Tento modul má podobnou implementaci jako ATC-DP ale zatím co modul ATC-
DP, je určena pro testovaní dvouportových pamětí, ATC-DP je určen pro testování
jednoportových pamětí. Jeho blokové schéma je obr. C.1. Výsledné blokové schéma
po vložení testovací logiky je na obr. C.2. Jedinou zásadnější změnou bylo odebrání
ovládání hodinovo multiplexoru a CGC pro druhý port. To je znázorněno na obr.
C.3.
7.2.3 MFC-DP
Tento modul má vlastní MBIST, který kontroluje paměť pomocí algoritmu March
C. Algoritmus poskytuje dobré pokryti chyb pro účely charakterizace maximální
frekvence paměti, viz tab. 3.3. Nastavení a používání tohoto interně vytvořeného
MBISTu probíhá přes tester, který nahrává hodnoty do registrů, kterými je modul
následně řízen. Informace o stavu testu je možné dostat na výstup přes port DOUT,
který jinak slouží pro výstup z paměti. Tato metoda má výhodu v okamžitém pře-
hledu dění v modulu.
Nastává otázka zda, je automaticky generovaný MBIST zapotřebí spolu s MBIS-
Tem původním. Generovaný MBIST by v takovém případě mohl obsahovat robust-
nější algoritmus pro nalezení více chyb, je ale na zvážení, zda tyto benefity převažují
nad nárůstem plochy. Nejlepší možností je nahrazení původního MBISTu genero-
vaným a zajistit, aby šel testovat na širokém spektru frekvencí. Tato možnost je
výhodná, protože se nespoléhá na interně vytvořený MBIST, který se při změně
paměti musí náročně předělávat, zatímco generovaný je závislý pouze na specifikaci
a šabloně paměti. Budou prozkoumány oba případy.
Původní MBIST spolu s generovaným MBISTem
Při vložení MBISTu do MFC-DP na obr. 7.4 je patrné, že do kritických cest mezi
pamětí a původním MBISTem bylo po vložení rozhraní přidáno zpoždění. Tím se ale
zmenšila maximální frekvence na kterou paměť lze testovat. Proto je nutné dodržet
několik pravidel pro zachování původních charakterizačních schopností. Zachovat
minimální propagační zpoždění mezi původním MBISTem a pamětí a mezi pamětí
a záchytnými registry. Minimální hodinový skew mezi původním MBISTem, pamětí
a záchytnými registry.
Tato pravidla lze dodržet pokud se vygenerované MBIST rozhraní přesune před
původní MBIST modul jako na obr. 7.5. Nastává problém, protože nástroj Tessent
MBIST automaticky vytvoří rozhraní před pamětí jako na obr. 7.4, kterou našlo
jako šablonu pro paměť. Situace se dá vyřešit několika způsoby. První možností je
manuálně nebo pomocí příkazů ve skriptu přepojit signály v designu po DFT tak,
aby výsledný design vypadal jako na obr. 7.5. Druhou komplikovanější možností je
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Obr. 7.4: MFC-DP blokové schéma po vložení testovací logika paměti
úprava designu tak, aby MBIST a paměť byla pod jedním modulem. Tento modul
lze pak vydávat za paměť a tím i za šablonu. Je tak docíleno požadovaného vložení
MBIST rozhraní.
Byla využita první možnost s přepojovacím skriptem a tím bylo dosaženo zapo-
jení jako na obr. 7.5. Toto zapojení se tak vyhne vložení testovací logiky do kritických
cest, jen větvení z kritického výstupu paměti do MBIST rozhraní bylo přidáno, což
již bylo zmíněno v modulu ATC. Při testování budou použity externí hodiny, a proto
se pro jejich nastavení přidá řídící signál napojený na TDR v připojovacím modulu
z obr.7.6.
Nahrazení MBISTu
Po nahrazení originálního MBISTu by měl modul vypadat jako na obr. 7.7.
Pokud bude MBIST nahrazen, je nutné zvážit několik věcí. Za prvé se musí zjistit, do
jaké frekvence lze vygenerovaný MBIST použít, než začne narážet na vlastní časové
limitace. Dále se musí rozhodnout, jak bude ovládán programovatelný oscilátor, zda
externě nebo přes JTAG.
Jako první se přidá řídící logika pro multiplexor, která přepíná mezi hodinovým
signálem přicházejícím externě a interním programovatelným oscilátorem, viz obr.
7.6. Na ovládání interního oscilátoru lze použít externí ATE, ale kvůli nezávislosti na
ATE bylo rozhodnuto napojit oscilátor na testovací logiku řízenou přes JTAG. Proto
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Obr. 7.5: MFC-DP požadovaná testovací logiky paměti
se vytvořil popis (ICL) tohoto programovatelného oscilátoru, který vyjadřuje, jak se
má napojit na IJTAG síť. Dále se pro teto oscilátor vytvoří funkce (PDL), která po
zadání hodnoty 0 až 255 nastaví příslušné registry přes JTAG do modulu oscilátoru a
vypočítá předpokládanou frekvenci na jeho výstupu. Potíž ale nastává při testování
v různých teplotách. Frekvence interního oscilátoru je velice teplotně závislá a funkce
pro vypočítání frekvence teplotu nebere v potaz. Vypočítaná frekvence se tak liší od
té reálné. Na základě vypočítané frekvence se ale vypočítává délka testu. Pokud je
reálná frekvence menší než vypočítaná, tester bude chtít vyhodnotit test dřív, než
skončil a nahlásí chybu. To jde vyřešit několika způsoby. Vytvořit funkci, která je
teplotně závislá a vytvořit tak pro tyto teploty speciální statické testovací vektory.
Nebo funkce na počítání navrhnout tak, aby za každých teplotních podmínek dávala
frekvenci nižší než reálná. To má ale za následek delší průběh testů.
Další problém je jak vytvořit test pro nalezení maximální frekvence. Prvním
řešením bylo vytvořit velký test, kdy se frekvence postupně zvětšovala od nejmenší
po největší. To je ale časově náročná testovací operace a bylo požadováno, aby se
použila původní metoda binárního vyhledávání tedy aby testy byly dynamické neboli
podporovaly skoky. Jenže nástroj Tessent MBIST vytváří testy PDL úrovně 0, které
jsou statické ale ne PDL úrovně 1, které jsou dynamické[6]. Testy je možné jdou



































































































































Obr. 7.7: MFC-DP nahrazený MBIST
testů udělat dynamické je použití PDL interpretoru úrovně 1 a do původního PDL
skoky doplnit a následně vygenerovat řídící soubor pro ATE. V tuto dobu PDL
interpretor není k dispozici a musí se tak najít jiné řešení.
Bylo tedy zváženo několik přístupů. Použít zmíněný dlouhý test, kdy se v testo-
vacím programu rozdělí test na jednotlivé části pomocí skoků a napíše se vyhledávací
test. Nebo se vytvoří test na každou frekvenci a ATE software bude nahrávat test zá-
vislý na předešlém výsledku. Další možností je vygenerovat test se třemi testovacími
vektory pro tři frekvence a ten následně popsat. Tři testovací vektory proto aby bylo
znázorněno, z jakých částí lze skákat v testeru, jelikož IJTAG je síť konfigurovatelná
a první řetězce slouží jako konfigurace sítě, viz obr. 7.8. První a druhý vektor na-
stavuje cestu a třetí vektor nastavuje programovatelný oscilátor. Nejde tedy skákat
z vektoru jedna přímo do třetího. Z popisu vektorů tester napíše vyhledávací test.
Dále bylo třeba zjistit, jak má tester dlouho čekat do konce cestu. To lze vy-
řešit periodickým čtením registrů, které signalizují běh MBISTu anebo se vypočítá
dostatečná čekací doba na základě počtu hodinkových cyklů algoritmu a frekvence
interního oscilátoru.
Rozhodnutí
Integrace původního MBISTu spolu s generovaným MBISTem by se s velkou






























Obr. 7.8: MFC-DP postup nastavení oscilátoru přes IJTAG síť
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nárůstem plochy čipu. Byla tedy zvolena možnost náhrady původního MBISTu
a jeho ověření pro MFC charakterizaci. S tím, že se vyzkouší s nastavitelným osci-
látorem přes JTAG.
7.2.4 MFC-SP
Tento modul má stejnou funkci jako MFC-DP, ale zatímco předešlý modul byl ur-
čen pro testovaní dvouportových pamětí, MFC-SP je určen pro testování těch jed-
noportových. Jeho blokové testovací schéma je na obr. C.4. Při vkládání testovací
struktury se potýkáme se stejnými problémy jako v modulu MFC-SP. Výsledné blo-
kové schéma po vložení je na obr. C.5 a požadované blokové schéma na obr.C.6.
Jediné dodatečné změny se týkaly odebrání řízení CGC a odebrání řízení jednoho
hodinového multiplexoru, viz obr.C.3.
7.2.5 SHTC-DP
Pří normálním vložení MBISTu do tohoto modulu bylo jasné, že MBIST vloží roz-
hraní před paměť přímo do kritických cest pro charakterizaci. Tato změna by cha-
rakterizaci zkreslila velice. A přepojení signálu kvůli nápravě pomocí příkazů by bylo
nepřehledné. Nemluvě o těžším nastavení modelu do stavu vhodného pro MBIST.
Bylo proto rozhodnuto vytvořit šablonu paměti, kdy je celý charakterizační mo-
dul pokládán za paměť. Tím se zabrání jakékoliv změně jeho charakterizačních
schopností. Šablona je založena na původní paměti a přizpůsobena pro tento model.
Tato možnost je realizovatelná, protože se v modulu nachází pouze jedna paměť a
nástroj tak dokáže správně vytvořit jedno MBIST rozhraní.
U tohoto modulu nastal ale problém, neboť jedna vstupní a výstupní sběrnice v
sobě obsahuje dva porty. Takový zápis nástroj Tessent MBIST nepodporuje a potře-
bujeme je rozdělit. Musela se vytvořit obálka, která má dva vstupní porty a uvnitř je
napojena do původního. Dále musí mít tří výstupní porty - port a, port b a původní
výstupní sběrnici. Jelikož výstupní sběrnice z modulu je větší než dva porty spojené
dohromady, nejdou rozdělit jako vstupní.
Další aspekt který se musel vyřešit, bylo nastavení modulu tak, aby fungoval jako
v DMA módu. Jelikož se vytváří obálka, lze ji použít a vložit do ní multiplexory
s původními signály a požadovanými hodnotami pro nastavení DMA módu. Tyto
multiplexory budou řízeny testovacím portem napojeným na vygenerovaný MBIST.
Při syntéze se muselo vyřešit několik problémů. Nový obal měl být poprvé novým
modulem, aby se nemusel měnit původní modul, ale to bylo náročnější než se čekalo.
Jelikož je design hotový, bylo pro přidání modulu nutné udělat spoustu změn v




























































































Obr. 7.9: SHTC-DP blokové schéma po vložení testovací logiky paměti
vytvořil obal se stejným jménem shtc-sp. Původní modul se přejmenoval na shtc-sp-
orig, který se se pak použil v nové obálce, aby se nemuseli měnit jména v časových
požadavcích z CUT14 na shtc-sp-orig/CUT14, se modul shtc-sp-orig při syntéze
rozpustil a časové požadavky se tak nemusely měnit. Tímto postupem proběhla
syntéza v pořádku. Další změna byla pro nástroj LEC, kdy bylo přidáno nastavení
testovacího portu do 0, tak jak při běžné funkci modulu.
Poslední změnou bylo upravení nadřazeného modulu pro správné připojení no-
vého modulu. Byla napojena sběrnice na dva porty, přidány dva výstupní porty a do
vstupního testovací portu zasazena 0 pro setrvání ve funkčním módu, dokud nedojde
ke vsunutí testovací logiky. Výsledná implementace je na obr. 7.9.
7.2.6 SHTC-SP
Tento modul má stejnou funkci jak SHTC-DP, ale zatímco předešlý modul byl určený
pro testování dvouportových pamětí, SHTC-SP je určen pro testování jednoporto-
vých pamětí. Byla zvolena stejná metodika jak v SHTC-SP. Jediný aspekt který se
změnil je počet portů v paměti na jeden. To znamená, že v obálce se nemusela roz-
dělovat vstupní datovou sběrnice na dvě a stačí původní. Výstupní datová sběrnice
se ale stále musí rozdělit. Jelikož sběrnice je větší než sběrnice paměti. Proto je na
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výstupu původní sběrnice a sběrnice pro MBIST. Výsledná implementace je na obr.
C.8.
7.2.7 FUNC-MEMORY
Při vložení MBISTu do FUNC-MEM vzniklo blokové schéma na obr. 7.10. Tento
modul nemá žádné speciální charakterizační funkce a nejsou tu žádné zásadní po-
žadavky. Pro tyto typy pamětí je nástroj Tessent MBIST ideální. Při vytváření se
bylo nutné vypořádat jen s 1. a 2. limitací nástroje.
7.2.8 PADRING
Padring obsahuje vstupní a výstupní buňky, které slouží jako brána čipu dovnitř a
ven. V tomto modulu byl změněn výstupní PAD TDO z výstupní buňky, která je






























































































Obr. 7.10: FUNC-MEM blokové schéma po vložení testovací logiky paměti
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8 VÝSLEDKY
Od původního DFT návrhu z obr. 6.1 se provedla jedna změna. Místo 2 MBISTů
vznikl jeden společný pro moduly SHTC-SP a SHTC-DP z důvodů, které jsou po-











































Obr. 8.1: Výsledná DFT
8.1 Velikost před a po
Provedli jsme porovnání velikosti čipu před a po, které jsou znázorněné v tab. 8.1.
U modulů s většími paměťmi je procento nárůstů plochy menší z důvodu většího
poměru MBIST/paměť. Kdybychom chtěli redukovat plochu, snažili bychom se mít
pouze jeden MBIST, to však v našem případě nebylo možné. Je také nutné po-
dotknout, že všechny vygenerované MBIST kontroléry zabírají přibližně stejnou plo-
chu. U modulů MFC je pozorován nárůst plochy i přesto, že originální MBIST byl
nahrazen, je tedy zřejmé, že generovaný MBIST je větší než originální.
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Tab. 8.1: Nárůst plochy designu









Funkční a DFT logické simulační verifikace proběhly v pořádku. Ve funkční simulaci
nebyly nalezeny nové chyby, které by se již nevyskytovaly v té původní. V průběhu
práce však tato verifikace odhalila chyby s piny bypass a také prohození portů ve
vytvořené obálce pro moduly shtc-sp/dp. Změnila se však její varování. Jedná se o
informativní varování, které byly lehce pozměněna od těch původních a nemají na
funkci čipu vliv.
8.3 STA
V STA pro moduly ATC nebyly nalezeny chyby. Byly však nalezeny drobné změny
v jeho kritických cestách znázorněny na obr. 8.2. Jejich změny jsou zaznamenány v
tab. 8.2 a 8.3, kdy kladná procenta v tabulce značí narůst časové cesty a záporné
zmenšení časové cesty. V tomto modulu má největší podíl na změny nárůst kapacity
na výstupních pinech paměti, a to o 80%. To je způsobeno paralelním napojením
na MBIST. Kritická cesta CLK z čipu do modulu není měřena, protože v teto fázi
časování rozvodu hodinového signálu, tzv. clock tree, neexistuje. A jelikož práce řeší


























































Obr. 8.2: Kritické časové cesty pro modul ATC
Tab. 8.2: Změny v kritických cestách pro paměti modulu ATC-SP
Cesta Změna v %
- CUT1 CUT2 CUT3 CUT4
CLK-Paměť->Výstup-Paměť 0.37 0.23 0.23 0.26
RETAIN 0.44 0.35 0.34 0.32
CLK->CLK-Paměť - - - -
CLK->Vsup-PZ - - - -
ZV->ZV 0 0 0 0
Vstup-PZ->CLK-Záchyt-MIN 0 0.25 0 0
Vstup-PZ->CLK-Záchyt-MAX 0.22 0.23 0.20 0.20
CLK-SKEW - - - -
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Tab. 8.3: Změny v kritických cestách pro paměti modulu ATC-DP
Cesta Změna v %
- CUT6 CUT7 CUT8 CUT9
CLK-PAMET->Q-Paměť 0.35 0.20 0.19 0.31
RETAIN 0.41 0.37 0.36 0.30
CLK->CLK-Paměť - - - -
CLK->Vsup-PZ - - - -
ZV->ZV 0 0 0 0
Vstup-PZ->CLK-Záchyt-MIN 0 0 0 0
Vstup-PZ->CLK-Záchyt-MAX 0 0 0 0
CLK-SKEW - - - -
V STA pro moduly SHTC nebyly nalezeny chyby, jelikož se implementace vy-
hnula vložení testovací logiky přímo do modulů SHTC-SP a SHTC-DP. Kritické

























































Obr. 8.3: Kritické časové cesty pro modul SHTC
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Tab. 8.4: Změny v kritických cestách modulu SHTC-SP a SHTC-DP
Cesta Změna v %
CLK->Vstup-PZ Vstup-PZ->Vstup-Paměti ZV->ZV
Addr-0 - 0 0
Addr-1 - 0 0
Addr-2 - 0 0
Addr-3 - 0 0
Bwe-0 - 0 0
Bwe-1 - 0 0
Data-0 - 0 0
Data-1 - 0 0
Me - 0 0
We - 0 0
Wte - 0 0
CLK - 0 0
V STA pro modul MFC nebyly nalezeny chyby pro funkční testování, ale byly
nalezeny pro charakterizaci. Časování kritických cest je porovnáváno s originálním
MBISTem z obr. 8.4 a nahrazeným MBISTem z obr. 8.5. Jejich časování jsou uvedena
v tab. 8.6 a 8.5.
Cesta, která se dostala nad kritickou mez v charakterizačním módu, se týká
kontroléru MBIST generovaného nástrojem Tessent MBIST. Vygenerovaný MBIST
nedokáže běžet na periodě 7.5ns zadefinované v časových požadavcích pro charak-
terizaci v případě že čip je napájen nejmenším možným napětím a teplota dosahuje
maximální povolené hodnoty. Původní MBIST má v takovém případě nejdelší časo-
vou cestu okolo 5ns viz. tab. D.1 a vygenerovaný MBIST s přejatým algoritmem a
výchozím nastavením se pohybuje okolo 10+ ns, což je 2x větší než původní. Pro zlep-
šení se tedy využilo možnosti přidání (pipline) registrů na výstupu MBISTu. Dále se
zvolil méně složitý SMARCH algoritmus podobný složitosti algoritmu CMARCH.
Byla také nastavena syntéza na maximální úsilí. Tím bylo dosaženo zkrácení ča-
sové cesty na 8.23ns, viz tab. D.2, což je pořád nad kritickou mez. Další nastavení
nástroje na zlepšení nejsou v manuálu uvedeny. Některé časové cesty mezi MBIST
kontrolérem a MBIST rozhraním také překročily specifikovanou časovou mez. Ta-
kový MBIST pro charakterizaci frekvence nelze použít. Bylo by to možné, pokud
testované paměti fungují na periodách větších než 9 ns.
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ZÁCHYTNÝ 
















































Záchytný reg. -> MBIST 
MBIST -> Paměť 
CLK -> Paměť, MBIST, Záchytný reg. 
Paměť -> Záchytný reg. 

























































MBIST Roz. -> Paměť 
Paměť -> MBIST Roz. 
CLK -> Paměť, MBIST Roz., MBIST Kont. 
MBIST Kont.  
<->  
MBIST Roz. 
Obr. 8.5: Kritické časové cesty pro generovaný modul MFC
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Tab. 8.5: Časy v kritických cestách modulu MFC-DP
Cesta Čas v ns
Orig. Náhrada
Paměť-> Záchytný reg./MBIST Roz. 6.55 7.51
Orig.MBIST/MBIST kontrolér 5.06 8.23
Orig.MBIST/MBIST rozhraní -> paměť 2.52 3.41
Záchytný reg.-> orig.MBIST 4.32 X
CLK -> Paměť, MBIST, Záchytný reg. - X
MBIST Kont. <-> MBIST Roz. X 7.80
CLK -> Paměť, MBIST Roz., MBIST Kont. X -
Tab. 8.6: Časy v kritických cestách modulu MFC-SP
Cesta Čas v ns
Orig. Náhrada
Paměť-> Záchytný reg./MBIST Roz. 7.81 8.23
Orig.MBIST/MBIST kontrolér 5.32 8.74
Orig.MBIST/MBIST rozhraní -> paměť 3.13 3.81
Záchytný reg.-> orig.MBIST 4.32 X
CLK -> Paměť, MBIST, Záchytný reg. - X
MBIST Kont. <-> MBIST Roz. X 8.26
CLK -> Paměť, MBIST Roz., MBIST Kont. X -
V STA pro modul FUNC-MEM nebyly nalezeny chyby.
8.4 Rychlost funkčního testování
Čip byl navržen tak, aby mohl běžet na periodě 110ns, ale jeho původní funkční
testy jsou prováděny s periodou 2us, takto velká rezerva má zajistit správnou pro-
pagaci signálů z externího testeru. Jelikož byla do čipu vložena testovací logika,
která všechny externí signály generuje interně kromě hodinového signálu, je možně,
že testovací perioda může být nižší, což by znamenalo urychlení funkčních testů. To
ale nebylo vyzkoušeno a proto se bude počítat s periodou 2us. Vykonávací doba al-
goritmu je stejná jak na externím testeru, tak na interním BISTu, pokud používáme
stejné hodinové periody. Před jeho vykonáním se ale musí čip nastavit. V tom má
MBIST nevýhodu, protože nastavení probíhá sériově přes JTAG v několika krocích,
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a to se 4x pomalejší periodou než je testovací, po skončení testu se musí výsledky
vysunout. Externí tester pouze nastaví pár registrů předtím než začne testovací algo-
ritmus a také nemusí výsledky vysunovat, jelikož je má ihned na výstupu. Nastavení
MBISTu tak může zabírat okolo 10% času jeho algoritmu. Toto procento je závislé
na velkosti paměti, čím větší paměť, tím menší vliv má nastavení na celkovou dobu
vykonání testu. V tomto aspektu má externí tester výhodu. Výhodou MBISTu je
testování pamětí paralelně namísto původního sériového testování. Pokud budou tes-
továny všechny paměti zaráz, tak paměť s nejvíce slovy bude udávat celkový čas pro
testování, jelikož ostatní menší paměti budou již dokončené. Pokud by mělo všech 14
pamětí stejnou velikosti, tak by paralelizace přinesla až teoretické 14násobné zrych-
lení oproti původnímu testování, ale protože paměti nejsou velikostně stejné, při-
náší okolo 5násobného (8192*2+4096*2+2560*4+2048*4+32+16)/8192 zrychlení.
Nastává otázka, jestli napájení čipu dokáže podporovat operace všech pamětí za-
ráz. Pokud by šly testovat zaráz pouze dvě paměti na tomto čipu, bylo by možné
dosáhnout 2násobného zrychlení. Napájení již ale tato práce neřešila.
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9 ZÁSADY NÁVRHU PRO POUŽITÍ TESSENT
MBIST
První zásada se týká pamětí obsahujících speciální porty, které musí být ve výcho-
zím stavu během používání paměti. Toto nastavení musí proběhnout přes JTAG.
První řešení, nastavit permanentně výchozí hodnotu portu ve zdrojovém RTL kódu.
Druhé řešení, vytvořit multiplexory ve zdrojovém RTL kódu s výchozí hodnotou
portu a jejich společný řídící signál vyvést na port modulu a port nastavit na prů-
chozí hodnotu, dokud nedojde k vložení testovací logiky, při kterém tento signál
nástroj jednoduše zachytí, protože při syntéze nebyl vstupní port optimalizován.
Třetí řešení, pozměnit šablony paměti pro port na funkci user1 a nastavit výchozí
hodnoty. Porty s více bity jde nastavit do samých nul nebo do samých jedniček,
pokud je požadována jiná hodnota, musí se použít druhé řešení nebo rozdělit více-
bitový port na jednobitové porty pomocí obálky, více o této limitaci se nachází v
kapitole 7.1.
Druhá zásada se týká výstupu paměti. Pokud se do cesty výstupu nemá vložit
žádné hradlo, musí se vypnout nastavení scan_bypass_logic.
Třetí zásada se týká vstupu paměti. Nástroj vždy vloží MBIST rozhraní přímo
před paměť, což může způsobit nechtěná hradla a zpoždění v cestě. První řešení,
po vložení testovací logiky spustit přepojovací skript. Druhé řešení, paměť a logiku,
která má být na vstupu nebo i na výstupu zapouzdřit, do jednoho RTL modulu
a tento modul vydávat za paměť. Modul musí mít stejnou bitovou šířku portů jak
paměť uvnitř a porty jako DATA-A a DATA-B nesmí být spojeny do jednoho. Modul
vydávaný za paměť musí mít vždy jednu paměť. Šablona modulu se bude vytvářet
na základě šablony paměti, porty, kterých se nástroj nesmí dotknout, se označí jako
none. Modul bude mít jeden port s funkcí user, pokud se modul potýká s první
zásadou, a pokud logika, která byla ochráněna před špatným vložením, musí být
nastavena tak, aby cesta z modulu do paměti byla průchozí.
Pro ATC charakterizaci se použila první a druhá zásada a nebyly nutné skoro
žádné zásady do zdrojových RTL souborů. Pro SHTC charakterizaci se použily
všechny zásady a byly provedeny zásahy do zdrojových RTL souborů.
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10 ZÁVĚR
Bylo navrženo řešení testování pamětí na reálném návrhu čipu za použíti nástroje
Tessent MemoryBIST. Implementovat MBIST se podařilo na všechny SRAM pa-
měti. Testovací logika byla úspěšně verifikována logickou simulací a statickou analý-
zou. MBIST nyní dokáže otestovat čip 2x až 5x rychleji než původně. Násobek je dán
možností testovat několik pamětí zaráz, které ale závisí na možnostech napájení. V
budoucnu se může také ověřit použití kratší periody do MBISTu pro zrychleni testů.
Pro budoucí použití nástroje na novém návrhu, byly vytvořeny zásady pro vkládání
testovací logiky pro charakterizační moduly, které používají paměti nezvyklým způ-
sobem.
Nástroj není ale zcela bez problémů. Bylo nutné se vypořádat s limitacemi sa-
motného nástroje, kdy se muselo uchýlit k vytváření obálek modulů pro přizpůsobení
jeho limitacím. Nebo bylo zapotřebí napsat skript, který přepojil testovací modulu
na jiné místo. Testovací logika nezpůsobuje velký nárůst plochy pro větší paměti,
kdy poměr Paměť/MBIST je velký ale, při malých pamětích může. Při STA analýze
byl pozorován předpokládaný nárůst časových cest z a dovnitř pamětí. Při vytváření
MBISTu s maximální teoretickou frekvencí paměti způsobila jeho komplexnost ne-
možnost zkrátit jeho nejdelší časovou cestu pod 8.23 ns. Což ale MBIST znemožňuje
použít pro účel charakterizace maximální frekvence pro paměti v čipu.
Nástroj dokáže automaticky vytvářet testovací vektory pro použití v ATE. Jediná
potíž je v tom, že podporuje pouze vytváření statických testů. Pro účely diagnostiky
či charakterizace je potřeba, aby testy reagovaly na výstupní data během testu. Ta-
kový charakterizační program by šel napsat ze souborů(PDL ICL) vygenerovaným
nástrojem a následně převést za pomocí interpretoru na použití v ATE. Ale aktu-
álně takový interpretor není ve firmě dostupný a varianta zdarma nebyla nalezena.
Způsob upravení statických testovacích vektorů pro diagnostiku je možný, ne ale
zcela jednoduchý, protože testovací vektory jsou určeny pro komunikační rozhraní
JTAG a jeho síť konfigurovatelných cest. Nástroj podporuje interaktivní diagnostiku
s hardwarovým komunikačním zařízením ale, pro účely charakterizace stovky čipů
je takový způsob nevhodný.
Nástroj Tessent MBIST(verze 2017) se tak hodí pro rychlé funkční testování
pamětí za pomoci statických vektorů. Jeho výhody spočívají v automatickém gene-
rování MBIST logiky, které se můžou rychle přizpůsobovat měnícímu se návrhu.
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A ALGORITMY
Tab. A.1: Jednotlivé algoritmy
# Test Algoritmus Zdroj
1 SCAN {⇑ (𝑊0); ⇑ (𝑅0); ⇑ (𝑊1); ⇑ (𝑅0);} [2]
2 MATS + {⇕ (𝑊0); ⇑ (𝑅0, 𝑊1); ⇓ (𝑅1, 𝑊0);} [2]
3 MATS++ {⇕ (𝑊0); ⇑ (𝑅0, 𝑊1); ⇓ (𝑅1, 𝑊0, 𝑅0);} [2]
4 March C- {⇕ (𝑊0);⇑ (𝑅0, 𝑊1);⇓ (𝑅1, 𝑊0);⇓ (𝑅0, 𝑊1);
⇓ (𝑅1, 𝑊0); ⇕ (𝑅0);}
[2]
5 PMOVI {⇓ (𝑊0);⇑ (𝑅0, 𝑊1, 𝑅1);⇑ (𝑅1, 𝑊0, 𝑅0);
⇓ (𝑅0, 𝑊1, 𝑅1);⇓ (𝑅1, 𝑊0, 𝑅0);}
[2]
6 March G {⇕ (𝑊0);⇑ (𝑅0, 𝑊1, 𝑅1, 𝑊0, 𝑅0, 𝑊1);⇑ (𝑅1, 𝑊0, 𝑊1);
⇓ (𝑅1, 𝑊0, 𝑊1, 𝑊0); ⇓ (𝑅0, 𝑊1, 𝑊0); ⇑ (𝑅0, 𝑊1, 𝑅1);
⇑ (𝑅1, 𝑊0, 𝑅0);}
[2]
7 Butterfly {⇑ (𝑊0);⇑ (𝑊1𝑏, 𝑜(𝑅0), 𝑅1𝑏, 𝑊0𝑏);
⇑ (𝑊1);⇑ (𝑊0𝑏, 𝑜(𝑅1), 𝑅0𝑏, 𝑊1𝑏; }
[2]
8 Galpat {⇑ (𝑊0);⇑ 𝑏(𝑊1𝑏, ⇑ −𝑏(𝑅0, 𝑅1𝑏); 𝑊0𝑏; )
⇑ (𝑊1);⇑ (𝑊0𝑏, ⇑ −𝑏(𝑅0, 𝑅1𝑏); , 𝑊1𝑏); }
[2]
9 Walking {⇑ (𝑊0);⇑ 𝑏(𝑊1𝑏, ⇑ 𝑏(𝑅0); 𝑅1𝑏; 𝑊0𝑏; )
⇑ (𝑊1);⇑ (𝑊0𝑏, ⇑ 𝑏(𝑅0); 𝑅1𝑏, 𝑊1𝑏);}
[2]
10 March B {⇕ (𝑊0);⇑ (𝑅0, 𝑊1, 𝑅1, 𝑊0, 𝑅0, 𝑊1);
⇑ (𝑅1, 𝑊0, 𝑊1);⇓ (𝑅1, 𝑊0, 𝑊1, 𝑊0);
⇓ (𝑅0, 𝑊1, 𝑊0);}
[5]
11 March U {⇕ (𝑊0);⇑ (𝑅0, 𝑊1, 𝑅1, 𝑅0);⇑ (𝑅0, 𝑊1);
⇓ (𝑅1, 𝑊0, 𝑅0, 𝑊1); ⇓ (𝑅1, 𝑊0);}
[5]
12 March LR {⇕ (𝑊0);⇓ (𝑅0, 𝑊1);⇑ (𝑅1, 𝑊0, 𝑅0, 𝑊1); ⇑ (𝑅1, 𝑊0);
⇑ (𝑅0, 𝑊1, 𝑅1, 𝑊0); ⇑ (𝑅0);}
[5]
13 March SR {⇕ (𝑊0);⇑ (𝑅0, 𝑊1, 𝑅1, 𝑊0);⇑ (𝑅0, 𝑅0);⇑ (𝑊1);
⇓ (𝑅1, 𝑊0, 𝑅0, 𝑊1); ⇓ (𝑅1, 𝑅1);}
[5]
14 March SS {⇕ (𝑊0);⇑ (𝑅0, 𝑅0, 𝑊0, 𝑅0, 𝑊1);
⇑ (𝑅1, 𝑅1, 𝑊1, 𝑅1, 𝑊0);⇓ (𝑅0, 𝑅0, 𝑊0, 𝑅0, 𝑊1);
⇓ (𝑅1, 𝑅1, 𝑊1, 𝑅1, 𝑊0);⇕ (𝑅0);}
[5]
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Tab. A.2: Pokrytí chyb pro jednu buňku
# Test Délka SF TF WDF RDF DRDF IRF FC
1 SCAN 4n 2/2 1/2 0/2 2/2 0/2 2/2 7/12
2 MATS + 5n 2/2 1/2 0/2 2/2 0/2 2/2 7/12
3 MATS++ 6n 2/2 2/2 0/2 2/2 0/2 2/2 8/12
4 March C- 10n 2/2 2/2 0/2 2/2 0/2 2/2 8/12
5 PMOVI 13n 2/2 2/2 0/2 2/2 2/2 2/2 10/12
6 March G 23n 2/2 2/2 0/2 2/2 1/2 2/2 9/12
7 Butterfly 16n 2/2 2/2 0/2 2/2 0/2 2/2 8/12
8 Galpat 6n+4nRC 2/2 2/2 0/2 2/2 2/2 2/2 10/12
9 Walking 8n+2nRC 2/2 2/2 0/2 2/2 0/2 2/2 8/12
10 March B 17n 2/2 2/2 0/2 2/2 0/2 2/2 8/12
11 March U 13n 2/2 2/2 0/2 2/2 0/2 2/2 8/12
12 March LR 14n 2/2 2/2 0/2 2/2 0/2 2/2 8/12
13 March SR 14n 2/2 2/2 0/2 2/2 2/2 2/2 10/12
14 March SS 22n 2/2 2/2 2/2 2/2 2/2 2/2 12/12
Tab. A.3: Pokrytí chyb pro dvě buňky
Test CFst CFds CFtr CFwd CFrd CFdr CFir FC
xrx xr-x xwx
SCAN 5/8 2/8 1/8 0/8 2/8 0/8 4/8 0/8 4/8 18/72
MATS+ 6/8 3/8 3/8 0/8 2/8 0/8 4/8 0/8 4/8 22/72
MATS++ 6/8 3/8 3/8 0/8 4/8 0/8 4/8 0/8 4/8 24/72
March C- 8/8 8/8 8/8 0/8 8/8 0/8 8/8 0/8 8/8 48/72
PMOVI 8/8 8/8 7/8 0/8 8/8 0/8 8/8 6/8 8/8 53/72
March G 8/8 7/8 8/8 0/8 7/8 0/8 8/8 2/8 8/8 48/72
Butterfly 8/8 4/8 4/8 0/8 4/8 0/8 8/8 0/8 8/8 36/72
Galpat 8/8 8/8 4/8 0/8 4/8 0/8 8/8 4/8 8/8 44/72
Walking 8/8 8/8 4/8 0/8 4/8 0/8 8/8 0/8 8/8 40/72
March B 6/8 7/8 8/8 0/8 4/8 0/8 4/8 0/8 4/8 33/72
March U 8/8 8/8 8/8 0/8 8/8 0/8 8/8 0/8 8/8 48/72
March LR 8/8 8/8 8/8 0/8 8/8 0/8 8/8 0/8 8/8 48/72
March SR 8/8 8/8 8/8 0/8 8/8 0/8 8/8 6/8 8/8 54/72































































































































































































































































































































































































































































































































































































































































































































































































Obr. B.2: Šablona paměti pro MBIST
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Obr. C.3: ATC-SP připojovací modul
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Obr. C.4: MFC-SP blokové schéma
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Obr. C.5: MFC-SP blokové schéma po vložení testovací logiky paměti
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Obr. C.8: SHTC-SP blokové schéma po vložení testovací logiky paměti
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