Abstract. The Capacitated Arc Routing Problem (CARP) stands among the hardest combinatorial problems to solve or to find high quality solutions. This becomes even more true when dealing with large instances. This paper investigates methods to improve on lower and upper bounds of instances on graphs with over two hundred vertices and three hundred edges, dimensions that, today, can be considered of large scale. On the lower bound side, we propose to explore the speed of a dual ascent heuristic to generate capacity cuts. These cuts are next improved with a new exact separation enchained to the linear program resolution that follows the dual heuristic. On the upper bound, we apply a modified Iterated Local Search procedure to Capacitated Vehicle Routing Problem (CVRP) instances obtained through a transformation from the CARP original instances. Computational experiments were carried out on the set of large instances from Brandão and Eglese and also on the regular size set. The experiments on the latter allows evaluating the quality of the proposed lower bounds, while the ones on the former presents improved lower and upper bounds to all the set of larger instances.
Introduction
The Capacitated Arc Routing Problem (CARP) can be defined as follows. Let G = (V, E) be an undirected graph, where V and E are the vertex and edge set respectively. There is a special vertex called depot (usually vertex 0) where a set I of identical vehicles with capacity Q is located. Each edge in E has a cost c : E → Z + and a demand d : E → Z + 0 . Let E R = {e ∈ E : d e > 0} be the set of required edges. The objective is to find a set of routes, one for each available vehicle, which minimizes the total traversal cost satisfying the following constraints: (i) every route starts and ends at the depot; (ii) each required edge must be visited exactly once; (iii) the total load of each vehicle must not exceed Q.
This problem can arise in many real life situations. According to Wølhk [1] , some of the applications studied in the literature are garbage collection, street sweeping, winter gritting, electric meter reading and airline scheduling.
The CARP is N P-hard and it was first proposed by Golden and Wong in 1981 [2] . Since then, several solution approaches were proposed in the literature involving algorithms based on heuristics, metaheuristics, cutting plane, column generation, branchand-bound, among others.
In 2003, Belenguer and Benavent [3] proposed a mathematical formulation for the CARP which makes use of two families of cuts as constraints, the odd-edge cutset cuts and the capacity cuts. With this formulation and other families of cuts, they devised a cutting plane algorithm in order to obtain good lower bounds for the known instance datasets of the CARP. Before this work, the best known CARP lower bounds were found mainly by heuristic algorithms.
Since the work from Belenguer and Benavent, the best known lower bounds were found using exact algorithms. In 2004, Ahr [4] devised a mixed-integer formulation using an exact separation of capacity cuts. However, due to memory restrictions, the author did not manage to apply his algorithm in all known instances, which illustrates the difficulty in separating such cuts.
The main drawback of the exact approaches is the fact of being prohibitive on larger instances. Up to now, the larger instance solved to optimality is the egl-s3-c from the eglese instance dataset, proposed almost 20 years ago by Li [5] and Li and Eglese [6] . This instance has 140 vertices and 190 edges, 159 of these required ones, and it was solved by Bartolini et al. in 2011 [7] using a cut-and-column technique combined with an exact algorithm based on a set partitioning approach. Other recent works using exact approaches which solved to optimality instances from eglese instance dataset are those of Bode and Irnich [8] , which used a cut-first branch-and-price-second exploiting the sparsity of the instances, and Martinelli et al. [9] , which used a branch-cut-and-price with non-elementary routes.
In their work of 2008, Brandão and Eglese [10] proposed a new set of CARP instances, called egl-large, containing 255 vertices, 375 edges and 347 or 375 required edges. They ran the path-scanning heuristic from Golden [11] and compared the results with their deterministic tabu search, giving the first upper bounds for this instance dataset. In 2009, Mei et al. [12] improved these upper bounds using a repair-based tabu search algorithm. To the best of our knowledge, there are no lower bounds reported in the literature for this instance dataset.
The objective of this paper is to provide a methodology capable of obtaining good lower and upper bounds for larger sets of instances. In order to find the first lower bounds for the egl-large instance dataset, we devise a dual ascent heuristic to speed up a cutting plane algorithm which uses a new exact separation of the capacity cuts and a known exact separation of the odd edge cutset cuts. The new upper bounds are found using a known transformation to the Capacitated Vehicle Routing Problem (CVRP) and then applying an Iterated Local Search (ILS) based heuristic.
In Section 2, we present the mathematical formulation needed for the dual ascent heuristic. In Section 3, we explain the known exact separation algorithms and we also introduce a new exact separation for the capacity cuts. In Section 4, we describe our dual ascent heuristic and how it generates cuts to hot-start the cutting plane algorithm. In Section 5, we explain the known transformation to the CVRP and the ILS heuristic. Finally, conclusions are given in Section 6.
The One-Index Formulation
In their work, Belenguer and Benavent [3] developed a CARP formulation, usually referred as the One-Index Formulation [13] . In contrast to other approaches, this formulation is devised using only variables which represent the deadheading of an edge. An edge is deadheaded when a vehicle traverses this edge without servicing it. Besides that, all the vehicles are aggregated. This means that the formulation is not complete, i.e., it may result in an infeasible solution for the problem. Moreover, even when a given solution is feasible, it is a very hard task to find a complete solution. Nevertheless, these issues do not prevent such formulation of giving very good lower bounds in practice.
For each deadheaded edge e, there is an integer variable z e representing the number of times the edge e was deadheaded by any vehicle. Let S ⊆ V\{0} be the set of all vertices except the depot. We can define δ(S) = {(i, j) ∈ E : i ∈ S ∧ j / ∈ S} as being the set of edges which have one endpoint inside S and the other outside S. Similarly,
∈ S} is the set of required edges which have one endpoint inside S and the other outside S. Analogously, E(S) = {(i, j) ∈ E : i ∈ S ∧ j ∈ S} and E R (S) = {(i, j) ∈ E R : i ∈ S ∧ j ∈ S} are sets with vertices that have edges with both endpoints inside S.
Given a vertex set S, with |δ R (S)| odd, it is easy to conclude that at least one edge in δ(S) must be deadheaded because each vehicle entering the set S must leave and return to the depot. This is the principle of the odd-edge cutset cuts:
Furthermore, we can define a lower bound on the number of vehicles needed to service the demands in
d e /Q . These k(S) vehicles must enter and leave the set S, in such a way that at least 2k(S) − |δ R (S)| times an edge in δ(S) will be deadheaded. If this value is positive, we can define the following capacity cut:
Since the left-hand side of both (1) and (2) cuts are the same, we can represent them in the formulation using just one constraint. This can be done by introducing α(S), which is defined as follows:
These two families of cuts define the one-index formulation:
The objective function (4) minimizes the cost of the deadheaded edges. Constraints (5) are the (1) and (2) cuts together. In order to obtain the total cost for the problem, one needs to add the costs of the required edges (∑ e∈E R c e ) to the solution cost.
Exact Cut Separation

Odd-Degree Cutset Cuts Separation
The exact separation of the odd-degree cutset cuts (1) can be done in polynomial time using the Odd Minimum Cutset Algorithm of Padberg and Rao [14] . We believe that the application of the algorithm is not immediate and therefore we decided to provide a brief description of the separation routine, which is as follows.
The odd minimum cutset algorithm creates a Gomory-Hu Tree [15] using just the vertices with odd |δ R ({v})|, called terminals. This tree represents a maximum flow tree, i.e., the maximum flow of any pair of vertices is represented on this tree. In order to obtain the maximum flow between a pair of vertices, one only needs to find the least cost edge on the unique path between these two vertices. This edge also represents the minimum cut between them. Hence, to determine a violated odd-degree cutset cut, one needs to find any edge with a value less than one. This can be done during the execution of the algorithm, but we prefer to run it until the end to find as many violated cuts as possible.
This whole operation can be done running at most |V| − 1 times any maximum flow algorithm. In this work we use the Edmonds-Karp Algorithm [16] , which takes O(|V|.|E| 2 ), resulting in a total complexity of O(|V| 2 .|E| 2 ).
Capacity Cuts Separation
Ahr's Exact Separation
The only exact separation routine for the capacity cuts available in the CARP literature was proposed by Ahr [4] in 2004. This algorithm runs a mixed-integer formulation several times, one for each possible quantity of vehicles. This approach was inspired on the exact separation of the capacity cuts for the CVRP proposed by Fukasawa et al. [17] . The separation for the CARP was used to identify violated cuts on a complete formulation. As we only wish to separate the cuts, we changed the objective function of the mixed-integer formulation to use it with the one-index formulation.
The formulation is composed by three types of variables. The first one is the binary variable h e , ∀e ∈ E, which is 1 when exactly one endpoint of e is inside the cut (what we call cut edge) and 0 otherwise. The second variable is the binary variable f e , ∀e ∈ E, which is 1 when both endpoints of e are inside the cut (called inner edge) and 0 otherwise. The last variable is the binary variable s i , ∀i ∈ V, which is 1 if vertex i is inside the cut and 0 otherwise. These variables are sufficient to describe a capacity cut. Thus, the following formulation is created for each possible quantity of vehicles k = 0...
The objective function (7) uses the solution of the one-index formulationz e and minimizes the total value of the cut edges plus the number of cut edges that are required. Constraints (8), (9) and (10) bind the variables s i and h e . Analogously, constraints (11), (12) and (13) bind the variables s i and f e . The constraints (14) assure that if a vertex i is inside the cut, at least one edge adjacent to i is a cut edge or an inner edge. Constraints (15) assure that an edge e cannot be a cut edge and an inner edge at the same time. Constraints (16) assure that the total demand of the cut found is at least kQ + 1. Constraint (17) forbids the inclusion of the depot in a cut. Note that because of the association of s i with h e and f e , the variables s i need not to be integral.
Given the value of the objective function Z * associated to a solution in a given iteration k, the cut which can be generated using the s i variables is a violated capacity cut if Z * < 2(k − 1). Therefore, the problem needs to be solved to optimality only when we aim at finding the most violated capacity cut.
This separation routine has the disadvantage of running several MIPs, one for every possible quantity of vehicles. Depending on the instance, this number may be up to 42. Besides that, in his work, Ahr could not manage to run this separation for all CARP instances due to memory restrictions.
New Exact Separation
The exact separation suggested by Ahr requires solving several MIPs because it is not possible to build a mixed-integer formulation that directly represents the ceiling function ( · ) of the capacity cut. In order to deal with this issue, we developed a new formulation which is capable to separate exactly a capacity cut considering any possible quantity of vehicles. Our approach was inspired by the exact separation of the Chvátal-Gomory cuts proposed by Fischetti and Lodi in 2007 [18] .
Our mixed-integer formulation uses the same three variables presented in Ahr's formulation, that is, h e , f e and s i . Besides these variables, we also consider an integer variable κ indicating the value of k(S) in the formulation and a continuous slack variable γ representing the fractional difference of applying the ceiling function to obtain κ. This difference must be within the range [0, 1 − δ], for a small δ > 0.
In addition, we use the constraints (8), (9), (10), (11), (12), (13), (14), (15) and (17) from Ahr's formulation. These constraints are required to depict a capacity cut. Following, we write our formulation omitting these constraints:
The objective function (20) maximizes the violation of the capacity cut, while constraint (21) limits the difference between κ and the fractional value using the slack variable γ. This formulation can perform better in practice than Ahr's formulation.
Computational Experiments
The exact separation algorithms were implemented in C++, using Windows Vista 32-bits, Visual C++ 2010 Express Edition and IBM Cplex 12.2. Tests were conducted on an Intel Core 2 Duo 2.8 GHz, with 4 GB of RAM and using only one core (IBM Cplex 12.2 uses both cores when running the branch-and-cut for the mixed-integer program). For the sake of comparison, we applied the algorithms to the classical instance dataset eglese [5, 6] . This dataset was constructed using as underlying graph regions of the road network of the county of Lancashire (UK), where cost and demands are proportional to the length of the edges and most of the instances have non-required edges.
For both algorithms, we first applied the separation on the linear relaxation of the one-index formulation. Once the linear optimum was found, the z e variables were then shifted to integer and the separation continued until the integer optimum was obtained. For our exact separation, we used δ = 0.0001. Results are shown in Table 1 .
Columns Name, |V|, |E R |, |E| and |I| show the name, number of vertices, required edges, total edges and number of vehicles of each instance, respectively. Column LB is the known lower bound. Column Cost shows the cost of the separation of (1) and (2) cuts, which is the same for all algorithms. Columns Cap, Odd and Time show the total number of capacity cuts, the total number of odd-degree cutset cuts and the total time in seconds for each algorithm. As one can notice, our algorithm performs better on all instances, except for s1-b. The algorithms were not tested on the large scale instance dataset because the complete separation of the capacity cuts does not run in reasonable time without some hotstart technique, as we will discuss next.
Dual Ascent Heuristic
Even with the improvement on the exact separation of the capacity cuts, the separation still takes a long time when applied to large instances. However, if we use a heuristic approach to generate valid cuts to be used as a hot-start for the separation algorithm, the number of iterations of the separation routine could reduce drastically. In view of this, we propose a dual ascent heuristic.
A dual ascent heuristic is usually devised to obtain good lower bounds for a problem. A good example of this type of approach can be found in the work of Wong [19] on the Steiner Tree Problem. When this heuristic is applied over the CARP one-index formulation, it can generate several cuts on each iteration. If good cuts are found during these iterations, they can be very helpful for the exact separation.
Main Algorithm
The main algorithm of the dual ascent heuristic works on the dual of the linear relaxation of the one-index formulation:
In this formulation, the variables π S are associated with constraints (5) and constraints (28) are associated with z e variables. These latter constraints impose a limit on the dual variables. The sum of the dual variables associated with the cuts which have an edge e ∈ δ(S) must not exceed the cost of this edge e. This is the base of our dual ascent heuristic.
As already mentioned, the objective of our dual ascent heuristic is to find a lower bound for the CARP. Therefore, it starts with the trivial lower bound LB = ∑ e∈E R c e . At each iteration, several cuts are generated using a strategy that will be further discussed. Among these cuts, only one is chosen using an arbitrary criterion. After testing different kinds of choices, a good cut for us is one with a large α(S) or, in the case of a tie, one with a large contribution for the objective function. The contribution of a cut can be calculated as presented in (30).
σ(S) = α(S).min{c e : e ∈ δ(S)}
Given the selected cut S * , the heuristic updates its lower bound (LB = LB + σ(S * )) and it also changes the dual formulation to reflect the use of this cut. Knowing the value of the variable π S * = min{c e : e ∈ δ(S * )} associated with the cut, each constraint of the dual formulation where e ∈ δ(S * ) must have its right-hand side modified to c e − π S * . As a result, the variable π S * is removed from the formulation.
This latter operation has a direct effect on the graph G. The update of the right-hand side of the constraints (28) is the same of reducing the costs of the edges e ∈ δ(S). When an edge e = (i, j) is saturated, i.e., the edge has the cost reduced to 0, the heuristic contracts the vertices i and j as shown in Fig. 1 . This contraction guarantees that no saturated edges appear as cut edges on future iterations of the heuristic.
The next iteration of the heuristic is then applied over the new graph. When the graph has just one vertex (the depot), the heuristic stops. Notice that at each iteration, at least one edge is saturated. Due to this fact, the heuristic performs at most |V| − 1 iterations.
Cut Generation
As pointed before, the dual ascent heuristic can only give good lower bounds if good cuts are chosen. Therefore, the cut generation strategies are the most important part of the heuristic. Any strategy can be used within our heuristic. After some preliminary experiments, we decided to turn attention to four different strategies. When one of the strategies generates a previously generated cut or a cut S with α(S) = 0, this new cut is discarded. 
Simple Cuts
In the simple cuts strategy, we create a set of cuts S = {v}, ∀v ∈ V\{0}, which contain only one vertex. Such vertex cannot be the depot. Notice that as the graph is modified during the iterations of the heuristic, a vertex at some iteration might not be a single vertex on the original graph. Examples of this strategy are shown in Fig. 2 . This strategy takes time O(|V|) and generates at most |V| − 1 cuts. 
Complete Cuts
In the complete cuts strategy, we create a set of cuts S = V\{0, v}, ∀v ∈ V, which, for each vertex v ∈ V (including the depot), contains all the vertices of the graph except v and the depot. Analogously to the previous strategy, the vertex left out of the cut might not be a single vertex at a given iteration of the heuristic. Examples of this strategy are shown in Fig. 3 . This strategy takes time O(|V| 2 ) and generates at most |V| cuts. 
Connected Cuts
The connected cuts strategy inserts vertices in the cut using a breadth-first search approach. Firstly, it chooses a random size for the cut between 2 and |V| − 2, as all the cuts of size 1, |V| − 1 and |V| are generated in the first two strategies. Secondly, it chooses a random vertex (excluding the depot) to start the search. Each time the breadth-first search finds a new vertex, this vertex is added to the cut. The search stops when the size of the cut is equal to the desired size. This operation is repeated |E| times. The whole operation takes time O(|E|(|V| + |E|)) and generates at most |E| cuts.
MST Cuts
The MST cuts strategy starts by generating the Minimum Spanning Tree (MST) of the graph. Each edge of the MST defines two vertex set on the graph. Those which do not contain the depot is then generated as a cut (see Fig. 4 ). Using the Kruskal's Algorithm [20] for MST, along with any search algorithm, this strategy takes time O(|E|log|V|) and generates at most |V| − 1 cuts. 
Computational Experiments
The dual ascent heuristic was implemented using the same configuration of the exact separation algorithms. As previously stated, the eglese instance dataset was used in order to compare the running times of the exact separation algorithms with and without the dual ascent heuristic as hot-start. In Table 2 , the first 6 columns show the same information from Table 1 . The next 3 columns, Cost, Cuts and Time show the cost, the number of cuts and the total time of the dual ascent heuristic, respectively. The last four columns, Cost, Cap, Odd and Time show the cost, total number of capacity cuts, the total number of odd-degree cutset cuts and the total time in seconds of the dual ascent together with our exact separation, respectively. These results show the improvement obtained using the cuts of the dual ascent heuristic in the exact separation. In addition to the lower running time, one can notice a decrease in the separation of the cuts, more prominent in the almost total absence of separation of odd-degree cutset cuts.
As pointed before, with the use of the dual ascent heuristic, we were capable of running the exact separation for the egl-large instance dataset, proposed by Brandão and Eglese in 2008 [10] . The results are shown in Table 3. This table uses the same columns  from Table 2 , except for column LB because there are no known lower bounds available for this instance dataset. Furthermore, in contrast to what was done in the eglese dataset, we only performed the separation on the linear relaxation of the one-index formulation, interrupting the execution when the linear optimum was achieved. The continuous values were rounded up to the next integer. 
Iterated Local Search Heuristic
With a view of improving the existing upper bounds for the CARP large-scale instances, we implemented an ILS [21] based heuristic which was originally proposed by Penna et al. [22] for solving the Heterogeneous Fleet Vehicle Routing Problem (HFVRP). However, instead of modifying the algorithm to solve CARP instances, we applied a procedure that transforms a CARP instance into a CVRP instance. Some transformation routines are available in the literature (see for example Pearn et al. [23] , Longo et al. [24] , Baldacci and Maniezzo [25] ). In this work we decided to make use of the one developed in [25] . Since the HFVRP includes the CVRP as a special case when all vehicles are identical, we only had to perform minor adaptations in the original heuristic.
The ILS-RVND Heuristic
The multi-start heuristic, called ILS-RVND, combines the ILS approach with a local search procedure based on the Variable Neighborhood Descent [26] with Random neighborhood ordering (RVND) [27] . The two main parameters of this heuristic are the number of iterations (MaxIter) and the number of consecutive perturbations without improvements (MaxIterILS).
The initial solutions are generated using two insertion strategies, namely: (i) Sequential Insertion Strategy, in which a single route is considered at a time; and (ii) Parallel Insertion Strategy, in which all routes are considered at once. Two insertion criteria were adopted, specifically: (i) Modified Cheapest Insertion Criterion, in which the insertion cost g of customer k between customers i and j in route u is given by g (k) = c u ik + c u kj − c u ij − γ c u 0k + c u k0 , where γ ∈ {0.00, 0.05, . . . , 1.70} is a parameter whose interval was empirically calibrated in [27] ; and (ii) Cheapest Insertion Criterion, where the insertion cost g is given by g (k) = c u ik .
The RVND procedure is composed by the following six inter-route neighborhood structures. Shift(1,0), a customer k is transferred from a route r 1 to a route r 2 . Swap(1,1) , permutation between a customer k from a route r 1 and a customer l, from a route r 2 . Shift(2,0), two adjacent customers, k and l, are transferred from a route r 1 to a route r 2 . This move can also be seen as an arc transferring. In this case, the move examines the transferring of both arcs (k, l) and (l, k). Swap(2,1), permutation of two adjacent customers, k and l, from a route r 1 by a customer k from a route r 2 . As in Shift(2,0), we consider both arcs (k, l) and (l, k). Swap(2,2), permutation between two adjacent customers, k and l, from a route r 1 by another two adjacent customers k and l , belonging to a route r 2 . We consider the four possible combinations of exchanging arcs (k, l), (l, k), (k , l ) and (l , k ). Cross, the arc between adjacent customers k and l, belonging to a route r 1 , and the one between k and l , from a route r 2 , are both removed. Next, an arc is inserted connecting k and l and another is inserted linking k and l. In case of improvement we perform a intensification in the modified routes using the following five classical Traveling Salesman Problem neighborhood structures. Exchange, permutation between two customers. 2-opt, two nonadjacent arcs are deleted and another two are added in such a way that a new route is generated. Reinsertion, one customer is removed and inserted in another position of the route. Or-opt2, two adjacent customers are removed and inserted in another position of the route. Or-opt3, three adjacent customers are removed and inserted in another position of the route. The solution spaces of all neighborhoods are exhaustively explored and their computational complexity is O(n 2 ), where n is the number of customers. We only consider feasible moves, that is, those that do not violate the capacity of the vehicle.
Two simple perturbation mechanisms were adopted. Multiple-Swap (1,1) , where multiple Swap(1,1) moves are performed in sequence randomly and Multiple-Shift (1,1) , where multiple Shift(1,1) moves are performed in sequence randomly. The Shift(1,1) consists in transferring a customer k from a route r 1 to a route r 2 , whereas a customer l from r 2 is transferred to r 1 . Only feasible perturbation moves are admitted.
The main steps of the ILS-RVND heuristic are described as follows.
Step 0. Let iter be the current iteration. If iter ≤ MaxIter then generate an initial solution by choosing an insertion strategy and an insertion criterion at random. Otherwise, stop.
Step 1. Apply local search using the RVND procedure.
Step 2. Let iterILS be the current number of perturbations without improvements. If iterILS ≤ MaxIterILS then apply one of the perturbation mechanisms at random and go to Step 1. Otherwise, update the incumbent solution (if necessary) and go to Step 0.
Computational Experiments
The ILS-RVND algorithm was coded in C++ (g++ 4.4.3) and executed in an Intel Core i7 2.93 GHz with 8 GB of RAM running Ubuntu Linux 10.04 64-bits (kernel version 2.6.32). Only a single thread was used in our experiments. The following parameters values were selected after some preliminary experiments: (i) MaxIter = 10; (ii) MaxIterILS = 1000; (iii) number of successive Multi-Swap(1,1) moves was set to 0.5v, where v is the number of vehicles; (iv) number of successive Multi-Shift(1,1) was randomly selected from the interval {0.5v, 0.6v, . . . , 1.4v, 1.5v}.
We ran the ILS-RVND heuristic 10 times for each instance and a comparison is performed with the algorithms of Brandão and Eglese [10] and Mei et al. [12] . These two algorithms were tested in an Intel Pentium M 1.4 GHz and in an Intel Xeon E5335 2.0 GHz, respectively. In order to perform a rough comparison among the running times of the different machines, we multiplied the original computing times by a factor that denotes the ratio between the CPU clock of the machine used in the corresponding work and the CPU clock of our i7 2.93. Hence, the runtime factors for the Pentium 1.4 GHz and Xeon 2.0 GHz are 1.40/2.93 and 2.00/2.93, respectively. Table 4 contains the results found by ILS-RVND and those of Brandão and Eglese [10] and Mei et al. [12] . In this table, Name is the name of the test-problem, |V|, |E R |, |E| indicate, respectively, the number of vertices, number of required edges and total number of edges, Best and Time indicate, respectively, the best solution and the average (or single run) scaled runtime time in seconds associated to the corresponding work, Worst is the worst solution found by ILS-RVND, Avg. represents the average solution of the 10 runs, Gap corresponds to the gap between the average solution found by the ILS-RVND and the best known solution.
The best solutions are highlighted in boldface and the solutions improved by the ILS-RVND algorithm are underlined. The gap was calculated using Eq. 31. Negative values indicate that there has been an improvement.
By observing the results presented in Table 4 it can be noticed that the ILS-RVND algorithm was found capable to improve the Best Known Solution (BKS) of all instances. The average gap between the average solution obtained by ILS-RVND and the BKSs was −0.22%.
The average computing time of the full execution of ILS-RVND seems higher then those spent by the other approaches. However, if we stop the execution of ILS-RVND when the algorithm obtains or improves the solutions reported by Brandão and Eglese [10] and Mei et al. [12] , the average running times decrease considerably. This happens especially in the instances where the gap was negative.
Although ILS-RVND was originally designed to solve vehicle routing problems, the algorithm clearly outperformed, in terms of solution quality, those that dealt with large scale CARP instances. Surprisingly, ILS-RVND was capable of producing high quality solutions, even when applied to transformed instances. We believe that the employment of multiple neighborhood structures helped the algorithm to successfully explore the search space despite dealing with instances with fixed edges. It is in this context that the neighborhood structures that move or exchange arcs, i.e., Shift(2,0), Swap(2,1), Swap(2,2), Or-opt2, play a crucial role. These operators allows for generating neighbor solutions by modifying the position of the customers associated with fixed edges, but without eliminating such edges, thus avoiding the need of special procedures to prevent undesirable edge eliminations.
Conclusions
In this work, we presented a new exact separation for the capacity cuts and a dual ascent heuristic which, together with a known exact separation for the odd-degree cutset cuts, were able to give the first lower bounds for the egl-large instance dataset. Furthermore, we transformed these instances to CVRP instances and applied an Iterated Local Search based heuristic in order to improve the known upper bounds. The results are shown Table 5 . Columns LB and UB present the lower bounds found using the dual ascent heuristic and our exact separation and the upper bounds found using the ILS-RVND. The column Gap shows the gap between the lower and upper bounds. It is important to notice that the dual ascent together with the exact separation can be useful in any algorithm which needs to separate cuts for the CARP, like Branch-and-Cut and Branch-Cut-and-Price.
