Abstract
Introduction and motivation
The provision of reverse engineering as a means to represent software at a higher level of abstraction than source code is vital to program comprehension and subsequently to the entire maintenance phase. Reverse engineering approaches form a spectrum based on the customizablity and ease-of-use tradeoffs resulting from strategies they use for creating high-level views. As highly customizable solutions, declarative languages have been used for transforming the source code into comprehensible diagrams and views (e.g. JQuery [25] and JTL [7] ). Such languages can extract, filter, summarize, and combine information from the source code, by storing a database representation of the code, thus allowing maintainers to execute queries using a general purpose query language. These representations are referred to as codebases. By standing on top of general purpose query languages, such models can be beneficial because they provide flexible reporting through user-driven customizations. To this end, most of the proposals in the literature have been focusing on textual query languages, from which we can enumerate Logic-based query approaches (e.g. SOUL [26] , JQuery [25] , JTransformer [3] , and CodeQuest [13] ), SQL-based approaches (e.g. [20] ), OQL-based approaches (e.g. Semmle [24] ) which form the most recent wave of query tools, and finally Query-by-example approaches (e.g. JTL [7] ). The motivation behind having this variety of approaches is the need to lessen the demands for database expertise by the query interfaces provided for these systems. Aiming at this goal, there has been another set of proposals focusing on providing visual support for program query tools. This set of proposals, which were mainly discussed during the 90s (e.g. proposals by Consens and Mendelzon [17] , GUPRO [10] , MOOSE [18] , Rigi [23] , CIA [6] , the Software Bookshelf [12] , SNiFF+ [5] , and the work in [16] ), have taken a pure database oriented approach and usually use a generic visual interface, neutral to the software engineering domain (e.g. GraphLog [9] , Hy+ [8] , GraphQL [14] , G-Log [19] , and GREQL [15] ), and thus are confined to the capabilities of the visual interface itself. SWAGKit [4] with its SHriMP [22] views, GSEE [11] , and the work adopted by [21] are exceptions which use their own unique visual query interfaces.
In this paper we present an approach which focuses on demands of software maintainers while complementing current work on query composition, and uses a mechanism to eliminate the need for special expertise while communicating with declarative query language interfaces. Our approach can be viewed as an adaptation of conventional proposals in the visual query domain aiming at 1) the provision of the same strength as current real world text-based query tools, 2) adaptation to new programming paradigms (such as object-oriented and aspect-oriented), 3) adaptation of software-design-biased visual constructs, and 4) an integration into IDEs (i.e. Eclipse [1]).
The rest of this paper is organized as follows: In Section 2 we discuss the hybrid query composition of our proposal and in Section 3 we describe three example applica-1 tions. In Section 4 we present the case study on which we deployed our approach. In Section 5 we present the implementation of our prototype hybrid query composer. Finally, in Section 6 we discuss conclusions and provide recommendations for further work.
Hybrid query composition
We propose the deployment of a hybrid (textual and visual) query composition interface as a low-cost view customization technique suitable for visualizing and navigating code bases. A query specifies how elements from the program model lay out onto nodes in graphical view and allows maintainers to choose either a textual or a visual approach to iteratively encode queries. Using the textual editor allows maintainers to express more complicated logics, whereas, the visual query composition view lets maintainers compose queries in a more intuitive way.
Initially, there is no element dragged into the query composition view. Dragging an icon of a programming language element from the toolbar into the view will result into the following query:
from [ ProgrammingElement pe ] where t r u e
In this case the query answer will consist of all program elements of the specified type. In the rest of this section we provide a brief description of available operations based on their equivalent algebraic operator.
A cartesian product of instances of two programming element types is obtained by dragging their icons from the toolbar into the view. One can define a cartesian product of types interactively by dragging icons into the area while not connecting them with a relationship. All newly created disconnected subgraphs are elements of the cartesian product and the query result corresponds to all combinations of program elements of those types. This view is equivalent to the following query:
. ] where t r u e
A join combines information of two types (e.g. classes and aspects) based on a relationship between instances of those types (see Figure 1) .
pe1 r e l a t i o n s h i p pe2 and . . . A quantification operation is performed by dragging a programming element type which is currently free, into a quantifier box. Quantification selects those elements having at least one instance (for existential box) or having all instances (for universal box) of quantified types participating in the original relation with them (see Figure 2) .
A summarization is performed in two steps. First, it takes the table from a specific state, cuts out aggregated columns, packs the resulted bag and makes a new non-normalized relation with multi-value aggregated fields. Second, it applies the aggregation function 1 on the instances of each multi-value field separately (see Figure 3 ). A selection selects a subset of tuples satisfying a user defined formula composed of unary or binary predicates, Boolean algebraic, and numeric algebraic operators (e.g. < and =) (see Figure 4) .
A drill-down is a special case of the join operation which is performed on a special type of relationship called includes (i.e. states the containment relation between programming elements) (see Figure 5) 2 . 
Structural analysis using queries
Structural analysis queries are built in order to extract knowledge about the static structure of a program, for example inheritance relationships, and dependencies between modules. Examples of these queries include the identification of types depending on other types, methods accessing local fields, the depth of an inheritance tree, methods advised by a pointcut, and virtual method calls (i.e. calls made on behalf of the overriding method by an overridden one in the superclass). We illustrate some detailed examples of structural analysis queries in the subsequent subsections.
Identifying virtual method calls
Polymorphism lies at the heart of object-oriented programming. In many cases some behavior is executed from a method which is not lexically defined in the class itself. This behavior is more often defined in an ancestor of the class 3 . In this case it is desirable to know which calls are made on behalf of the overriding method by an overridden method in the superclass. Table 1 shows a query to retrieve the source and target methods of virtual calls. 
Types dependent on other types
There are situations where one would like to identify the dependency between types. We consider a type type1 as being dependent on another type type2 if type1 inherits from type2, type1 has a field of type2, type1 has a method whose return type is type2, or type2 has a method called by a method in type1 (see Table 2 ). 
Methods accessing local fields
In many cases, it is important to know the methods accessing a specific field. For example, in computing incoming dependencies of a field the number of accessing methods is important. Also in change impact analysis, it is important to know if there is any write access to a field while another method is reading the same field later. As an example we can construct another important predicate called accessedField which is based on the primary predicate accesses and returns all fields accessed by a local method (see Table 3 ).
Methods accessing the same field
In some cases we need to know the distinct methods within a class which access the same field. For example in change impact analysis and measurement (e.g. the degree of cohesion of a type). Query sharingFieldMethods in Table 4 identifies methods in the same type accessing a common field f. 
Case Study: Analyzing GEF-Based applications
As a proof of concept, we deploy our approach over a widely known object-oriented framework, called Graphical Editing Framework (GEF) [2] which is used for building rich, interactive user interfaces within the Eclipse IDE, specifically aimed at modeling purposes. By leveraging the model-view-controller architecture, GEF provides the link between an application's model and view using a set of controller classes or editparts. Editparts (controllers) associate their view and model, implying that there is usually a one-to-one association between each controller object and a view and model object. However, in order to obtain figure and controller correspondence, maintainers have to perform multiple interactions with different IDE's standard views. In our case, these are Type Hierarchy, Call Hierarchy, and Outline view of the Eclipse IDE. Using our query approach, maintainers are able to obtain the same information using only one query. Another common task for maintainers of GEF-based applications is to find the Command issued for a given Request by a particular controller. However, it takes even more effort (i.e. viewing actual source code) to find the correspondence between a given request (e.g. REQ RECONNECT TARGET) and the result command (e.g. ReconnectSourceCommand) for a given user action. Instead, by using our query tool, maintainers are able to configure a query for this task which can be reused for any GEF-based application.
Implementation
We provide automation of our approach through HyQ4J, an Eclipse plug-in, allowing users to analyze Java and AspectJ software systems. The motivation behind choosing Java and AspectJ is based on their popularity in their respective paradigm. However, our approach can be applicable and beneficial to other languages whose design dimensions correspond to those of Java and AspectJ. The tool is architecturally composed of four separate components, each deployed as a separate Eclipse plug-in as follows: 1) The fact extractor reads the source code and assembles a model (creates a database) composed of a collection of nodes and relations (facts), 2) The textual query interpreter parses the queries according to the query syntax, 3) The visual query editor is used to assemble queries by drag-and-drop operations, 4) The result viewer is capable of representing the query result in different formats, such as graph, tree, and table.
Conclusion
We have introduced a hybrid (visual+textual) query composition as a generic technique for implementing highly customizable source code browsers. We have demonstrated how visual query composition can be used in conjunction with existing software visualization techniques, and how the navigation model is capable of releasing maintainers from hand-coding the queries. We currently have automation as a proof of concept provided through a tool, called HyQ4J which supports different programming paradigms such as object-oriented and aspect-oriented. Our approach represents a way to compose queries with a small amount of effort from maintainers as it can completely erase the need for additional database expertise in the browsing process. This is done through the provision of visual support for each query operator available in the query language.
A possible direction for future work can be the provision of support for non-volatile storage of the codebase. This can contribute towards the navigation and analysis of legacy systems by providing efficient algorithms for managing large amount of non-volatile memory. Another subject for possible future work is to focus on the performance tradeoffs, i.e. to investigate the time and memory complexity of query systems discussed (e.g. SQL, .QL, and Datalog) and to find the tradeoffs between expressiveness, algorithmic complexity and efficiency.
