Mathematical software libraries provide many computational services. Mathematical operators properties can be used to combine several services in order to provide more complex ones or to adapt a given service to a slightly different use. The computational grid provides users with access to most of the available software libraries. Service trading, that is searching for services able to fulfil a user requirements is therefore difficult as many different services and service combinations from different libraries can fulfil the same requirements. Usual proposals rely on the use of the service interface and/or domain specific meta-data and ontologies. The service semantics defined in these framework are either easy to use but too poor or application dependent (interface and meta-data); or too complex and sophisticated (ontologies logic) for the common user. The purpose of our work is to provide a trading framework which is both easy to use for specialist of application domains and precise enough to allow service adaptation and combination during the trading process. Our proposal is based on algebraic specification (related to OpenMath) for domain and service description and equational matching for service trading, adaptation and combination. This paper presents our framework proposal and the associated trading algorithm which is both sound and complete : it can find all the appropriate services and combinations according to the given semantics.
( ,. . . However, these services are usually designed for some specific purpose and require some adaptation or combination with other services in order to be used for some other purpose.
A sophisticated trading algorithm is thus required in order to find, adapt and combine the most appropriate services according to the user requirements.
The description of services in most currently available trading frameworks is based on the service signature (its parameters names and types, see Corba IDL, DII and DSI, Web Service WSDL, Babel SIDL, . . . ) and meta-data (usually keywords, see XML RDF ) , Corba Trading Service, Web Service UDDI, . . . ). These descriptions usually require the use of ontologies to agree on the meaning of the keywords (see OWL 0 , . . . ) . The rest of the paper is organised as follows. In the next sections, it will details the purpose of our work and the limits of existing solutions. Then, it will illustrate the framework: service description and trading algorithm through examples. Then it will explain how realistic it is and compare it with others work. It finally gives insights on our future works.
Main purpose of our work
The main purpose of our work is to propose a framework for service trading which allow to give an accurate semantic to the services thus enabling their adaptation and combination. One key point is that this framework will be used by specialists of the applicative domain without any knowledge of the underlying technologies used in the trading algorithm.
To illustrate the kind of trader proposed in this paper, some examples in linear algebra will be presented. Scalars will be noted: , @ .
First example:
The available service is ). In this purpose, the description of the application domain, available services and user request is based on algebraic specification. The semantics of the domain operators is defined with equalities between terms of the associated algebra. The trading algorithm is based on equational matching which uses the properties of the operators both to adapt and combine available services in order to satisfy the user requirements. Equational matching is usually an undecidable process, the trading algorithm relies on a breadth first traversal of the solution tree (the root is the user request, the leaves are the available services and the branches the application of equalities). This traversal is bound by an amount of trading energy which corresponds to the number of allowed equalities application or service combination during the matching of the requested service and the available ones. Trading is usually an interactive activity, the user, either human or program, will provide a given amount of energy. The trader will then produce a first set of solutions. If these solutions do not satisfy the user, this one can restart the trader providing more energy. The trading algorithm is complete in the sense that, given an infinite amount of energy, it will produce all the possible solutions eventually taking an infinite time for an infinite number of solutions. However, it will always terminate if it is given a finite amount of energy.
Usual service description in trading frameworks
Most of the current descriptions used in trading services are based on three approaches : signatures, meta-data (most of the time only keywords) and ontologies. Corba, RDF and OpenMath will be used as examples.
The following example will be developed. All the elements are matrices.
¡
The available services are:
The user service request is:
Some solutions are:
Signature based approaches
In the CORBA framework, the analysis of the IDL description of interfaces, or the use of the DII and DSI introspection mechanisms [GGM97] , provide access to the list of parameters and their types for each service of the interface. A comparison of the requested and provided service interfaces is then possible. This comparison can be improved using type isomorphisms.
matrix serv1(in matrix A, in matrix B); matrix serv2(in matrix C, in matrix D); matrix serv3 (in matrix E, in matrix F, in matrix G, in matrix H); matrix req (in matrix X, in matrix Y, in matrix Z);
This example illustrates the limits of the signature based approach: Firstly, it is impossible to distinguish the addition from the multiplication. Secondly, with the signature, it can be said, that the two first services cannot answer the problem. The third one might solve the problem, but parameters of the request cannot be assigned to parameters of the services. And, the value which should be assigned to the additional fourth parameter is unknown. Thirdly, not enough information is available to know how services can be combined.
The same problem arise for Web Services WSDL and Babel SIDL.
Meta-data based approaches
The OMG Corba Trading Service is a yellow page service which adds a list of properties to the usual IDL interface. These properties describe the service by a sequence of pairs (attribute name, value). The service search is then usually carried out by specifying the values desired for the properties. In our example, we choose to describe services by using a name more explicit than
serv1.name("addition"); serv2.name("multiplication"); serv3.name("addmultiplications");
Addition and multiplication can now be distinguished, but the exact name of each service must be known by each potential user. Properties «description» can be added, but the way to describe a service functionalities will be very different from one person to the other and from an application to the other. The languages of the description can be different. The ontologies are a way to agree on concepts and associated vocabulary, but do not allow the combination based on functional semantics. Moreover, if it seems possible to describe the two first services, it will be more difficult for the third one and for the user request which both combine two operators.
The same problem arise for Web Services UDDI. Let's also consider XML RDF (Resource Description Framework) which is a W3C meta-data description standard. Descriptions are written as XML documents (XQuery £ ¢ can then be used to extract data from documents). Like Corba Trading Service, it is based on pairs (attribute name, value). Thus it presents the same disadvantages. The following example proposes a description of the first service.
<rdf:Description rdf about="serv1"> <p:parameters> <rdf:Seq> <rdf:li type="Matrix" /> <rdf:li type="Matrix" /> </rdf:Seq> </p:parameters> <r:result>Matrix</r:result> <n:name>addition</n:name> </rdf:Description> Signature or meta-data based comparison could provide a list of services and the user could then select the appropriate one based on its names, documentation and keywords. However, there is no way to combine services using mathematical 
Ontologies based approaches
Meta-data are a description format which usually does not provide any semantics. The semantics is given by the applications which use the meta-data. Each application can then provide a different semantics. The name and values of each attribute is chosen by the users. Several users can choose different names for the same attributes or attribute values. Ontologies provide predefined name classification for each domain and a logic to manage the relation between classes thus reducing the problem.
OWL (Web Ontology Language) is a W3C standard which allows to define more accurate semantics by using ontologies and logics adapted to their handling. However this approach does not seem to be well adapted to our objectives. Indeed, it is difficult to control the logic proof engines. Full OWL is undecidable. Some parts (DAML+OIL, OWL-DL) are decidable. But, according to preliminary experiments, it seemed to the authors to be quite difficult to define an enumeration heuristics which will provide efficiently and in an appropriate order all the solutions for the comparison of requested services using equalities and services combination.
We therefore need a trading framework adapted to our purpose based on the description of operators properties. OpenMath can provide an appropriate description of the properties related to the algebraic specification approach.
Algebraic specification based approach
Semi-formal description does not allow to define sophisticated semantics based trader, thus a more accurate description is required such as the one provided by algebraic specification [GH78] . The user provides the operators used to describe the services. As shown previously, the equalities which link these operators are also provided (as in OpenMath). Operators signatures and equalities are the basis for algebraic data type specifications. Services and requests descriptions will be terms of the algebra. A family of services will be described by a pair ( , The forthcoming example in the next section will use this formalism to describe the application domain and the services.
The OpenMath framework, which is in strong relationship with the W3C standard MathML ¡ , represents mathematical entities using XML documents. The operators are defined in Content Dictionaries by a description in natural language and a description of the operators properties in OpenMath. This description is strongly related to the previous algebraic formalism. The following example describe the operator plus and the commutativity property: <CDDefinition> <Name>plus</Name> <Description>The symbol representing an n-ary commutative function plus. </Description> <OMOBJ> <OMBIND> <OMS cd="quant1" name="forall"/> <OMBVAR> <OMV name="A"/> <OMV name="B"/> </OMBVAR> <OMA> <OMS cd="relation1" name="eq"/> <OMA> <OMS cd="arith1" name="plus"/> <OMV name="A"/> <OMV name="B"/> </OMA> <OMA> <OMS cd="arith1" name="plus"/> <OMV name="B"/> <OMV name="A"/> </OMA> </OMA> </OMBIND> </OMOBJ> </CDDefinition> Then, the first service would be described as follows:
These properties are mainly used to describe the operator for a web access to mathematical knowledge. Our purpose is to use them for service trading.
Description and trading in the proposed framework
This section will expose the inputs and outputs of the trading algorithm prototype using a small example from linear algebra. The number of operators in this example will be kept to the minimum in order to ease the reader's work. All the operators will be applied on matrices.
The operators and constants
The names, arities and notations of the operators and constants, with which the services and the request will be described, must be specified. We also need to specify whether the operator is commutative or not. Commutativity could be treated as a common property involving many more trading steps. 
The services and the request
The available services and the user request must be described using the operators specified above.
Request: (x*(y+z)).
The third example
shows that the trader manages services with parameters passed by reference. It is useful, because lots of libraries in linear algebra propose this kind of services, as the BLAS [bla02] which is one of the main testbed currently used for this trader.
Results
The trader returns the set of services and combination of services which allow to solve the given problem. It is given a finite amount of energy in order to produce a finite number of solutions as the repeated use of equalities and service combination can lead to an infinite number of answers.
In the context of this example, it will provide as solutions:
1. p2=serv1(y,z);p1=serv2(x,p2);p1; // x, y and z are parameters of the user. // p2 is an intermediate variable used to realize the combination. // p1 is the returned result. 2. p2=serv1(z,y);p1=serv2(x,p2);p1; 3. serv3(x,y,x,p1=z);p1; 4. serv3(x,z,x,p1=y);p1; 5. p2=serv2(x,y);p3=serv2(x,z);p1=serv1(p2,p3);p1; 6. p2=serv2(x,z);p3=serv2(x,y);p1=serv1(p2,p3);p1; 7. p2=serv1(y,z);serv3(x,p2,Any x1,p1=O);p1; 8. p2=serv1(z,y);serv3(x,p2,Any x1,p1=O);p1; + other results with combination
Each solution corresponds to a sequence of service execution leading to the required result. This example shows that the trader can propose different possibilities
to execute the same service. When combination is used, the order in which the services must be computed is given. When the value of the parameter does not matter, it is tagged «Any».
E-matching and E-unification: Basis for the algorithm

E-matching and E-unification
The trading algorithm relies on a comparison between the user request and the available services using the equalities. All the services or combination of services (and the value of their parameters) that answers the request must be found. [Bür89] and [FH86] ). The reader must be reminded that nothing is known about the equational theory and that no property may be assumed. The user is not knowledged in rewriting theory so no work can be asked on his part to transform his theory into a rewriting system. He can neither be expected to provide a term ordering for a completion algorithm (which may also not terminate). The authors then chose to use works done on E-matching for general equational theories and which compute a complete set of matchers. Some works have been done on particular theories for E-matching, see for example [DMS92, Shi96] . But, to the authors knowledge, none take care of the general case without requiring a rewriting system or a term ordering. Full E-unification which has been defined in the general case, was then the only appropriate solution.
E-unification is undecidable in most cases. Moreover, the set of E-unifiers is not necessarily finite. As for E-matching, lots of works have been done for particular theories (for a survey see [BS01] ). But, to the authors knowledge, the general case was required. So, the authors propose a complete heuristics in the case of general equational theories.
The J.H. Gallier et W. Snyder set of transformations
Gallier and Snyder [GS89] have defined a process for building a complete set of solutions. The trading algorithm is mainly based on their inference system which relies on a set of transformations . They prove that this set is complete («A set is complete iff for every set Their algorithm consists in applying the transformations in any order on a set of problems until no more transformation can be applied. We propose instead to use a specific order and a bound on the number of transformation.
Description of the trading algorithm
The trading algorithm implements a specific heuristic for the application order of transformations. This heuristic is based on breadth-first tree traversal controlled by an user supplied amount of energy (the number of equalities and service combination which can be applied in order to produce an E-unifier). This heuristic is still complete given an unbound amount of energy.
In our trading algorithm, applied equalities are not chosen randomly. Several equalities applications are grouped in one step called transformation (equivalent to several applications of Root Rewriting in ). All the equalities are pre-processed in order to build these transformations. This allows to know if there exists or not a transformation from one root symbol to another one using exactly one rule instead of a blind traversal of the solution space trying to transform one root symbol into another one. The transformations which are applied are chosen among all the possible ones, by keeping only the ones which may lead to a solution that is provide
the right root symbol. Indeed, the simplification of a problem is allowed by term decompositions, so it is natural to try to build pairs with terms which have the same root symbol.
Trading algorithm example
The principle is rather simple. It corresponds to the Gallier and Snyder's inference system rules. In this paper, we will only give examples of the trading process :
. It will be illustrated by explaining the steps which lead to the solutions 1, 2 and 3 from section 4.4. The starting points are:
With these starting points, more solutions are found, but the account of the example will focus on the way to obtain these ones.
Decomposition
The comparison of two terms begins with the comparison (comparison) of their root symbols. If these are the same, their children will be compared (decomposition of term, Term Decomposition in ) and the transformations which keep the root symbol, required for completeness, will be applied (application of transformation, Root Rewriting in ). 
Removing
The decomposition of the roots (to compare the children) and the transformations application will break the problem into simpler sub-problems. These rules will be
applied until no more can be applied and until all the amount of energy provided at the beginning has been used (this amount can be expressed by the number of equalities or service combination which can be applied). } if some energy is still available. With the system of Gallier and Snyder to obtain this result, the rule Variable Elimination has to be applied several times (and the Trivial rule for pairs The trading algorithm is therefore a fix-point algorithm which applies transformations to a set of E-unification problems eventually adding sub-problems until no more transformation can be applied or the energy is exhausted.
Once these results have been obtained, if all the services parameters are associated to a parameter of the request, the solution is returned:
This result is obtained by applying the substitution, given by the E-matching algorithm, on the parameters of the service. When the substituted value is not a constant but a term, a combination is needed and the value of the parameter will be the result of the execution of another service matching this term (the trading algorithm must be run with the term as new request). To this end, the variables are introduced to store the intermediate results. If the service is a function will store the return value, if it is a procedure will take the value of the modified parameter. If the problem need to be solved using service combination and if the maximum depth is not reached the algorithm will be run again. The allowed combination depth is part of the amount of energy provided by the user for solving its trading request 
Exhaustiveness
This section will prove that the trading algorithm is complete. Completeness means that the algorithm will find all the possible services or combinations of services if it is given enough energy (possibly an infinite amount). This rises from the completeness of Gallier and Snyder's system. On one hand the transformations used in our algorithm are shown to be equivalent to ones, and on the other hand, the language of transformation sequence built by our algorithm is shown to be equivalent to all the possible transformation sequences in .
Presence of the transformations in the algorithm
The proof of the completeness of the trading algorithm (according to the definition of Gallier and Snyder) is based on the completeness of the first system of [GS89] and on the presence of all the transformations in the algorithm. We saw during 6 that the four first rules (Trivial, Term Decomposition, Variables Elimination, Root Rewriting) are present. Only Root Imitation is not present in the algorithm.
Root Imitation has been added to treat the case of not strict theories (where a term can be equals to one of its sub-term, so there is an equality
, to break problems containing variables. In our case we don't need it, since we want to obtain couple
The algorithm will not find the solution: In the case of two variables it is more interesting to build the graph (see 6.1.3) and treat the problem of the extremities (where it can not have two variables) than try to guest the form of the variables.
When problems like can be part of a solution (a service variable must be match with a constant). Since a combination is needed, the problem is treated independently and the solution will be found.
is an intermediate variable, the other extremity in the graph (see 6.1.3) is looking for, if it is a service variable, we are in the precedent case, if it is not a variable Root Imitation has no reason to be apply.
Removing solutions
Some solutions are fully produced and then removed for not being appropriate to trading needs. This case occurs for solutions which will need to be treated by combination, which is impossible if the maximal depth has been reached.
Equality of the languages
The proof relies on the fact that the language of possible transformation sequences recognized by the trading algorithm is the same as the one used by Gallier and Snyder, that is 
Performance evaluation
The constraint that the user cannot be expected to know anything about rewriting and term ordering led the authors to the choice of a very general E-unification algorithm with a high execution cost. This section gives some elements about these costs and the algorithm scalability.
Formal estimated complexity
The complexity of the algorithm will be represented by the number of comparison of root symbols of two terms. This complexity is hard to express as the «worst case» is not really realistic (all the transformation could be applied at each time without leading to a solution so that the energy would be exhausted without pro-viding any solution whatever the amount of energy) and the complexity depends on many parameters. In particular, the height of the terms (services, request and equalities) is important. The number of services s ¤ , the number of equalities s # , the number of allowed equalities ¡ , the depth of combination t must be take into account.
In the following we will make the restrictive assumption that services, request and side of the equalities have a depth of one: they are variables, constants or terms ( f3 X 
and will not have important values, they can be considered as constants: , . . . , so the first solutions will be found faster. One important point is that the user controls the value of these parameters.
¡
The number of services s ¤ is therefore the only parameter which can be large on a grid, and the algorithm complexity is then polynomial with degree t I a .
The algorithm scales well according to the number of services. Some services can be pre-computed in order to improve the scalability according to the number of equality application and service combination. The number of services increases and the number of applications and combinations decreases.
It is also important to recall that if the algorithm do not find any appropriate solution, it will stop when the energy is exhausted and allow the user to restart the trading by providing more energy. The user will therefore always stay in control of the trading process.
The most important point is that the service available on a grid are rather coarse grain. Most of the computation should be done inside the services and not using the services properties. Therefore, the properties should not describe recursive computation such as the algebraic specification of integers does. The framework will be able to handle this kind of domain and service description but the cost of computation through trading will be extremely high. This algorithm was clearly not designed in this purpose.
Experiments
When configured to find all the solutions the trading algorithm can take a long time for a simple example. All the time indications given have been obtained by running the following example with the O'CaML prototype using a Pentium 4, 1.8 GHz, 512Mo. For this example, the algorithm takes 14m51.770s to find 57258 solutions with a depth of combination of 1 and 3 allowed equalities.
Trading algorithm improvements
Most users trade services to execute them. Some trading results should then be rejected. For example, if one of the parameter of a proposed composite service is the same as the initial request, the composite execution will not modify the results of the sub-service. This solution must be rejected (for example,
Interaction with a grid scheduler
Our work is focused on the functional properties of the services. Later, it will be extended with non-functional properties and their relation with the parameters values taken from the GRID-TLSE ¢ £ project (see [Pan04, PPA05] ). This will allow to take into account that some algorithms are optimised for specific values of parameters and so decrease the number of services which might be applied and improve the performance of the trading framework.
The solutions production order can be modified using an ordered traversal based on weights defined for equalities and services by the user according to his knowledge of the costs of the operators in the application domain.
In the case of linear algebra, the trader is currently being integrated in the GridRPC ¢ # " $ middleware which offer sophisticated scheduling possibilities. ! # " % $ will provide a dynamic weighting based on the computing and communication performances of the grid (see [HPCD05] for details) thus improving the quality of the first results. This interaction allows to trade services both on the functional aspects and the execution conditions. ! # " % $ will run the algorithm step by step, with all the previous improvements and re-evaluate the quality of the solutions with its own metrics. It will ask for more request until it is satisfied. It has its own cache which will help the scalability. Since the integration is currently in progress, no performance results are available.
Comparison with similar work
In the Monet & and HELM ' projects the description of the computational services is based on MathML and OpenMath which provide an accurate description of the service and partly motivated our work as a source of equalities. But the comparison of services is based on RDF and ontologies which did not allow easily to adapt and combine services during the trading.
The NASA Amphion project [SWL ¡ 94] and more particularly the theorem prover § ¥ £ ¢ ¡ follows the same approach. But, these project rely on «term rewriting and the paramodulation rule for reasoning about equality». This suppose that «a recursive path ordering is supplied when the application domain theory is formulated». This constraint breaks the requirement that the user should not need to know anything about the underlying technologies.
Conclusion and future works
This paper describes the use of algebraic specification and equational unification in a service trading framework. The prototype which implements this algorithm 
