Abstract
Introduction
Underlines are frequently used in many documents. The work reported in this paper deals with the problem of how to detect and remove possible underlines in a printed document image for improving OCR performance. Some examples of single text line images with underlines are illustrated in Fig.1 , where the images in Figs.1(a)(b) are from UW-I database [3] , and images in Figs (d) , where there exist some black pixels under the underline, or an underline is both curved and broken. Although good techniques obviously have been developed for underline removal in OCR by some leading companies, unfortunately, they have never been published in open literature. We can only find a few works in literature that are somehow related to the topic. One example is the work reported in [6] , in which a technique for removing straight frame lines from a form is described. As part of efforts to develop a pen scanner based Chinese/English OCR system (e.g., [2] ), we developed our own solution for underline removal. In the following, we describe in detail how our approach works, and report the result of a benchmark test to demonstrate the effectiveness of our approach.
Our Approach
The overall architecture of our approach is shown as in Fig.2 . Given a binary image of a text line hypothesized by the layout analysis module, our approach works as follows: First, an underline detection module is applied to tell whether there exists any underline; Then, an underline removal module is used to remove different kinds of under- lines; Finally, a disambiguation module is used to reduce the risk of removing wrongly doubtful underlines. In the following, we elaborate on details of each block in Fig.2 .
Underline Detection Module
Usually, an underline is with long length, small height, and at the bottom of a text line. Based on these geometric features, two strategies are developed for underline detection, where 1) connected component (CC) analysis is for detecting confirmed untouched underline(s) and doubtful underline(s), and 2) bottom edge analysis is for detecting confirmed touched underline(s). For each detection step, the input is a single text line, while the output has following three options: (A) If there is no underline, we output the text line directly; (B) If doubtful underlines are detected in the first detection module, the text line image is forwarded to the second detection module for further detection by using a different strategy. If doubtful underlines remain, the text line image is forwarded further to an underline removal module by using a strategy of an artificial underline (to be explained later); (C) If there are only confirmed underlines, we remove them accordingly.
Detection via Connected Component Analysis
Before listing detection rules, some definitions are given Otherwise, there is no underline in the text line.
Detecting Underline(s) via Bottom Edge Analysis
In this step, another detection strategy is used and illustrated by example shown in If some doubtful untouched underlines are detected in the first detection module via CC analysis, the decision remains the same in this step.
No decision is made on the existence of doubtful touched underlines because of the great ambiguity brought by some difficult cases, especially for Chinese characters. 
Underline Removal Module
The previously discussed underline detection strategies also suggest some ways for underline removal. For different kinds of underlines in Fig.1: 1 ) An untouched underline can be detected and confirmed via CC analysis, thus it can be removed simply by deleting the CC; 2) A touched underline can be detected and confirmed by an elaborate analysis of bottom edge, that also facilitates greatly the removal of touched underline(s); 3) A broken underline is much more difficult for both detection and removal. Fortunately, it usually includes some doubtful untouched underlines, although sometimes it also includes some confirmed touched underlines. Therefore, a broken underline can be detected via detecting some doubtful untouched underlines. For broken underline removal, using an artificial underline can transform the problem into removing an untouched or a touched underline, as shown in Fig.5; 4) A curved underline may accompany one of the above kinds of underlines. No additional strategy is needed for untouched underline. As for touched underline, using a robust estimation of text line height Ô and local bottom edge values Ý ´ µ is effective for solving the problem. In the following, we fully discuss above strategies that need more explanations.
Removing Confirmed Touched Underline(s)
Underline's height, as shown in Fig.3 , which is important for touched underline removal, is estimated as follows: In removing a touched underline, black pixels of characters in character-underline crossing areas should be kept. Our procedure to achieve this is as follows (cf., Fig.4a Results of some touched underline removal examples are shown in Fig.4b and Fig.6b. 
Removing Doubtful Underline(s) by Using an Artificial Underline
In this step, all confirmed and doubtful underlines are first marked. If there are more than AE (here we set AE ¾ ) doubtful underlines, we regard a global broken underline exists. An artificial underline is then constructed to facilitate the removal of such a broken underline (cf. Fig.1c and Fig.5 ). The height of the artificial underline is decided by the longest marked underline. In an unmarked position, its local Ý is decided by the value of the nearest marked position. After the construction of the above artificial underline, it can be removed either as an untouched underline or as a touched underline. In this global artificial underline, if some confirmed underlines exist, they are removed by previous strategies for confirmed underlines, while other parts are removed as a part of the artificial underline.
Disambiguation via Recognition
To reduce the risk of a wrong underline removal, before removing an artificial underline, we use our OCR engine 
Experiments and Results
To verify the effectiveness of our approach, a benchmark test is performed. All testing images are single text line images, either extracted from UW-I database or obtained by C-Pen. The setting of control parameters described in previous sections is used in all experiments. Our benchmark test results are summarized in Tables 1 and 2 , where numbers in (¡) indicate the absolute number of relevant images. The judgement of the correctness of underline removal is made by authors' visual inspection of the processed images. From Table 1 , it is observed that although our approach has a false alarm rate of 15.4%, only 0.4% of pure-text images are wrongly output with some pixels being falsely removed as underline(s). This demonstrates that our approach has little negative effect on pure-text images. From Table 2 , it is observed that for images with underlines, all underlines are correctly detected, and 94.6% of them have their underlines correctly removed. This confirms the effectiveness of our approach for underline detection and removal. Note that the benchmark results for C-Pen images (including both English and Chinese scripts) are obtained by using a more complicated system described in a companion paper [2] , where the underline detection and removal modules presented in this paper are only parts of that system. Fig.6 shows results of underline removal for images in Fig.1 by using our approach. All underlines are successfully removed. However, FineReader 7.0 [4] gets wrong results for images in Figs.1(b)(d) . For the image in Fig.1b , its recognition result is "streamlined outer-laver devices called OLDS.", which implies that the pixels of 'y' under the underline might be wrongly removed. For the image in Fig.1d , its recognition result is "Jjken,cio,jp/supplement/disease genes/", which implies that the left part of the curved broken underline might be wrongly segmented.
In spite of the above, the overall performance of our approach is slightly worse than that achieved by FineReader 7.0 for pure English text lines with underlines. Because our OCR engine has to deal with mixed Chinese/English scripts, the setting of relevant thresholds is not optimized for English only scripts.
Conclusion
In this paper, we present a novel approach for underline detection and removal, that has been confirmed to work for dealing with untouched, touched, broken, and slightly curved underlines. As future works, we will study some more intelligent ways of setting relevant thresholds, develop better strategies for dealing with broken and doubtful underlines, improve the disambiguation module, and investigate how to do an automatic benchmark testing.
