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Ces derniers années ont vu 
informatique un concept nouveau 
individuel. 
apparaître sur la scène 
celui de poste de travail 
11 en résulte une toute nouvelle conception de la relation 
homme-machine, basée entre-autre sur une p I us grande richesse 
du dialogue entre l'utilisateur et son système. 
Sans nule doute, l'interface usager, ce composant matériel et 
logiciel chargé de réaliser et de gérer le dialogue, suscite 
beaucoup d'intérêt actuellement. 
En effet 
- l'informatique ne s'adresse plus aux seuls spécialistes, 
- l'utilisation croissante du traitement interactif, de même que 
1 es progrès des performances des terminaux, engendrent 
naturellement de nouvel les ixigences, 
- 1 e système "fac i I e-à-apprendre", "faci le-à-uti I iser" favorise la 
productivité de l'usager, dont le coût, relativement au 
matériel, ne cesse de croître, 
l'interactivité est source d'un accroissement 
de la complexité du code dédié à la 






qui représente, dans le 
gestion courantes, une 
cas 
part 
importante du système global. 
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Sur le plan matériel [Yalamanchili 84, Pilxe 85, Gutz 81 J le 
poste de travai I actuel offre : 
- un écran graphique de type bitmap à haute résolution (1024 x 
1024 pixels) caractérisé par une importante surface 
d' affichage, un haut débit de transfert d'informations et une 
grande liberté quànt à la présentation de cette information. 
- un dispositif de désignation (souris, crayon lumineux, tablette 
graphique) permettant à 1 'usager de sélectionner d i rectement 
une information affichée plutôt qu'en frappant son nom au 
clavier. 
- une pu issance de traitement local relativement importante ( 1 
Mip, 2 Mb) permettant une utilisation en temps réel du poste 
de travail. 
- des possibi I ités de communication avec les autres postes de 
travail (réseau local) permettant un partage des ressourc~s 
matériel les et "informationnel les" (base de données). 
Sur le plan du dialogue interactif [Smith 82, Tesler 81 ] la 
tendance actuel I e est d'abandonner I es I an gages de commandes 
classiques qui ressemblent trop au x langages de programmation. 
L'écran graphique permet de présenter à l'usager un 
environnement dynamique constitué d'un ensemble d'objets actifs 
qu'il peut organiser à sa guise. 
Le domaine de la conception 
l'interface usager souffre cependant 
méthodologique consistant [Good 81 J 
et de la réalisation de 
et conceptuels adaptés, 
d'un manque d e 
Faute d'outils 
le concepteur se trouve démuni 
support 
l og i ci e ls 
i I es t 
contra i nt de raisonner à un ni veau d'abstraction trop bas et se 
forge une connaissance intuiti ve et in formel l e du problème. 11 
n'est donc pas s urprenant qu' i I tende à "réinventer I a roue" et 
à constru ire du "su r-mesure". 
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Les travaux actuels dans ce domaine sont essentiellement 
basés sur l'indépendance syntaxique de l'application vis-à-vis 
du langage de commandes [Olsen 82, Pilote 83, Wasserman 79, 
Hayes 84, Rowe 83, Moran 78]; mais ils s'intéressent à l'aspect 
dialogue uniquement et imposent un style d'interaction figé (soit 
orienté menu, soit dirigé par le formulaire). 
(i) La première partie de ce travail introduit les notions 
qui interviennent lors de la conception de l'interface usager. 
Le modèle conceptuel de l'usager est une représentation 
simplifiée de l'environnement d'exécution de sa tâche qui lui 
permet d'expliquer mentalement (et de deviner) les effets de ses 
actions. Nous proposons que la conception d'une application 
interactive soit basée, dès l e début, sur ce modèle conceptuel 
(trop souvent, et actuellement encore, l'interface utilisateur est 
la dernière partie d'un système à être conçue). Nous présentons 
en 3.5. une méthodologie originale de conception basée sur une 
tel le démarche. 
Dans ce cadre, l'utilisation de métaphores confère une 
grande cohérence au modè l e en fournissant une référence 
constante à quel que chose d'existant. 
Nous définirons l'état courant d'une application comme 
1 'ensemble des commandes et des objets accessibles à l'usager à 
un moment donné. L'affichage permanent d'une représentation 
visuel le de l'état courant fournit toute l'information dont 
1 'usager a besoin à court terme et permet donc de diminuer sa 
charge mentale. 
Une telle approche conduit à un style d'interaction du type 
"voir et pointer plutôt que se souvenir et taper". 
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(ii) Le but de la 
fournir au concepteur 
nombre d'abstractions qui 
seconde partie 
d'application 




1 u i seront ut i I es pour : 
- Réaliser une séparation claire entre l'application et 
l'interface usager grâce à des concepts charnières qui 
permettront d'exprimer leur interaction en termes suffisamment 
abstraits. 
- Favoriser une bonne structuration de l'interface usager 
lui-même en dégageant res différentes fonctions qu'il doit 
assurer de manière à I es rendre indépendantes. 
Au plus bas niveau d'abstraction, l'usager in..teragit avec 
l'application par la lecture de caractères affichés à l'écran, 
par la frappe de touches au clavier et par le déplacement du 
dispositif de désignation. 
A ce niveau, nous désirons assurer l'indépendance de 
l'application vis-à-vis des particularités du matériel utilisé. 
Nous définirons le terminal logique comme le modèle d'un 
appareil idéal, cachant à l'application les spécificités du 
terminal physique. 
A un niveau d'abstraction plus élevé , le di a loque 
s' exp ri me en termes de commandes et 
permettant d'activer les traitements; 
visuellement, sont modifiés par les 
apparaître les effets. 
d'objets. Les commandes 
représentés 
et en font 
les objets, 
traitements 
Nous définirons l'usager logique comme un représentant 
simplifié de l'usager réel. Le protocole de dialogue logique 
régit l'interaction entre l'usager logique et l'application. Il 
permet d'assurer l'indépendance de l'application vis-à-vis du 
protocole de dialogue réel. 
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En ce qui concerne I a gestion dynamique de I a 
représentation visuel le des objets, nous introduirons une 
structure d'échange appelée représentation externe. El le permet 
l'exp.ression du transfert d'informations affichables en termes de 
concepts abstraits. Sa traduction en primitives de bas ni veau 
pour le terminal logique est invisible de l'application. 
Enfin, pour assurer l'indépendance de 1 'usager vis-à-vis 
d'un contexte d'exécution particulier, c'est-à-dire lui permettre 
d'utiliser concouramment plusieurs applications, nous 
introduirons le concept d'appareil virtuel. Du point de vue de 
l'application, celui-ci possède les mêmes fonctionnalités que le 
terminal logique. Du point de vue de l'usager cependant, le 
terminal virtuel ne monopolise pas l'écran du poste de travai 1 
i I est représenté par une fenêtre. 
Tout au long de ce texte, nous tenterons de mettre en 
évidence les bénéfices d'une approche "orientée-objet", tant au 
niveau de l'ergonomie du dialogue qu'au niveau de sa mise en 
oeuvre. 
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2.1. MODELISATION DE L'APPLICATION 
2.1 .1. 1 ntroduction 
Nous définirons ici les concepts de base que nous 
utiliserons tout au long de ce texte. Nous ne tenterons pas de 
fournir des définitions un tant soit peu formelles ni totalement 
dépourvues d'ambiguïtés. Notre but est plutôt d'introduire 
intuitivement l'approche particulière que nous avons adoptée. 
Commençons 
générales: 
par deux définit ions classiques et très 
- Une application interactive est une collection de programmes 
exploités au moyen d'un dialogue entre l'ordinateur et un 
utilisateur humain. 
- L'interface usager d'une application interactive est le 
composant chargé de gérer ce dialogue. 
Précisons ces notions : 
L'application est conçue pour aider l'utilisateur à réaliser 
une tâche. La tâche est une entité complexe structurée en 
sous-tâches. Une activité est une ( sous-) tâche qui peut être 
accomplie à l'aide d'une seule application. Par exemple, 
l'édition et la compilation sont des activités de la tâche 
consistant à réaliser un programme. 
Nous modéliserons I 'app I i cation selon une approche 
"orientée-objet" [Robson 81, Goldberg 83]. L'application est 
l'implémentation d'un modèle d'activité, représentation simplifiée 
du monde réel. Ce modè l e s'exprime en termes d'objets et 
d'opérations définies sur ces objets. Les caractéristiques des 
objets du modèle ainsi que des opérations que l'application peut 
effectuer (appelées compétences dans la suite) constituent les 
fonctionnalités de l'application. 
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Dans le cas de l'éditeur, par exemple, les objets manipulés sont 
des textes ( en I angue na tu rel I e ou dans un I an gage formel), des 
1 ignes, des mots (ou symboles) et des caractères. Les 
compétences de l'éditeur consistent en différentes opérations 
d'édition sur ces objets 
recherche, etc ••• 
insertion, suppression, déplacement, 
Concevoir l'interface usager d ' une application interactive 
consiste traditionnellement à définir une représentation visuel le 
des objets ainsi qu'un langage de commandes permettant 
d'activer les compétences de l'application. 
Donc, toute application interactive est définie par ses 





objets •.•. représentation 
visuelle 




L'usager est confronté au système interactif pour accomplir 
une certaine tâche. Il jugera donc les qualités de l'appl i cation 
en fonction de l'aide effective qu'elle lui apporte dans 
1 'accomp I i ssemen t de sa tâche. 
La concept ion de 1' interface usager d'une application 
interactive commencera donc par une analyse de la tâche tel le 
qu'elle est effectuée actuellement, c'est-à-dire manuellement ou 
par un système automatique que l'on désire remplacer. 
La description de la tâche actuelle offre alors un point de 
départ pour I a conception d'un nouvel environnement de tâche 
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pour l'usager, dans lequel i I peut accomplir les mêmes buts 
qu'auparavant, entouré à présent d'un nouvel ensemble d ' objets 
et uti I isant de nouvel les méthodes. 
Le modèle conceptuel d'une application décrit la manière 
dont ses fonctionnai ités sont présentées à l'usager. 
Le modèle conceptuel de l'usager, quant à lui, décrit la 
manière dont l'usager conçoit l'environnement d'exécution de sa 
tâche. L'ut i I i té effective de l'application dépend alors de la 
possibilité d'assimilation de ces deux modèles. 
En effet, l'incapacité pour l'usager d'appréhender correctement 
le modèle conceptuel que lui présente l'application conduira 
inévitablement à des réactions de rejet et à une utilisation 
erronnée de l'application, quel les que soient l es qualités 
intrinsèques de ses fonctionnalités. 
La tâche de l'interface usager est de représenter le modèle 
conceptuel de l'application. 11 déf i nit une méthode d'accès à ce 
modèle appelée modèle d'interaction. 
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2.1 .2. Choix du modèle conceptuel 
Bien qu'on ne sache définir ce qu'est un bon modèle, on 
s'accorde cependant à dire qu'une application devrait être 
facilement compréhensible et utilisable si le modèle conceptuel de 
l'usager et celui du concepteu r sont proches. 
Le concepteur d'application interactive peut 




bien i 1 
introduira 
approche 
des fonctions entièrement 
originale. Chaque choix 
inconvénients. 
nouvel les nécessitant 
a ses avantages et 
une 
ses 
La méthaphore est d'une grande ut i I i té pour 1 'usager 
débutant. En effet, 1 'apprentissage ne se I imite pas à un effort 
de mémorisation, il est également nécessaire que l'usager puisse 
comprendre. Il construira un modèle mental de l'application au 
fur et à mesure de son utilisation. Ce modèle lui permettra 
d'expliquer le comportement de l'application. Or, le mécanisme 
de I a compréhension semb I e être dominé par le raisonnement par 
analogie. Si le modèle de l'application est basé sur une 
métaphore, i I fournira une référence constante à quelque chose 
d'existant. L'utilisateur possèdera alors une pré-connaissance 
de l'application. 
L'utilisation d'une métaphore confère également une grande 
cohérence au modèle. La référence à quelque chose de connu 
ainsi que la cohérence du modèle poussent l'usager à 
expérimenter et à investiguer. 
La métaphore fournit donc une base simple à part ir de 
laquelle l'apprentissage peut évoluer de façon incrémentale. 
L'usage d'une métaphore n'est cependant pas sans danger. 
L'application définit pour l'usager une vision nouvelle de 
l'activité. Les moyens matérie ls ne sont pas identiques aux 
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précédents, les objets ne se matérialisent plus de la même 
manière, ne possèdent plus tout à fait les mêmes propriétés, et 
leur manipulation ne suit plus le mode opératoire traditionnel. 
Pour une discussion de ce genre de problème on consultera[Smith 
82] . 
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2.1.3. Exemple d'utilisation d'une métaphore 
La conception de l'interface usager du Star de XEROX 
(dont ont hérité Lisa et Macintosh d'APPLE) est basée sur la 
métaphore du dessus de bureau ( "desk top metaphor"). 
Le modè I e sous-jacent à 
I 'équ i ppement traditionnel de 






bloc-notes, corbeille à papier, calendrier, calculatrice, etc ... 
Ces objets sont représentés par des symboles graphiques 
apparaissant sur 1 'écran du poste de trava i 1. Ces symboles 
graphiques, appelés icônes, ne sont pas des dessins passifs 
mais sont utilisés pour contrôler les simulations des activités 
effectuées sur un bureau. 
Les icônes possèdent donc la puissance de traitement nécessaire 
pour simuler les objets réels qu'elles représentent. 
L'usager manipule ces différents • accessoires au moyen du 
dispositif de désignation dont est équipé son poste de travail. 
La métaphore du dessus de bureau n'est qu'un cas 
particulier de la métaphore physique conçue par Alan l(AY [ Kay 
77]. Celle-ci consiste à utilier une représentation visuelle 
(icône) dotée des mêmes capacités que l'objet réel qu'elle 
représente. 
généra I i té. 
La métaphore physique est donc d'une grande 
Icônes de l'interface usager du Star représentant 
les paniers de départ et d'arrivée du système de 
de courier électronique. 
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-• Utilities 1 
12 items 386K in disk 1 4K av ailab le 
0 
~ / ",. ~ ~ ,._ 0 0 
-"~ Syst.ern Fold-=-r Empty Fold-=- Resource Mover Set File Scr-=--=-n Maker Disk Copy 
01 
@ /_',, ~ B <:~ D <(. >-~ .... / 1 
Fonts Font Mover Font. Editor Font Edit.or T.a File Text Editor ResScrap K) 
1~ 
Icônes de l'interface usager du Macintosh 
représentant diverses applications utilitaires 
12] 
Dans cette section, nous avons introduit la notion de 
métaphore pour présenter à l'usager le modèle conceptuel de 
l'application de manière à favor i ser son assimilation. 
Dans la section suivante, nous déterminerons quelles sont 
les informations à présenter à l'usager pour favoriser 
I 'uti I isation du modèle. 
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2.2. Modélisation de 1 'état d'une application interactive 
Dans ce chapitre, nous introduisons la notion d'état d'une 
application. Par la visualisation constante de l'état de 
l'application on diminue la charge mentale et le facteur 
d'anxiété de l'usager. En lui permettant de revenir dans des 
états antérieurs on I u i fournit un mécanisme généra I pour 
annuler les effets des erreur.s. 
Pour l'usager, l'état courant de l'application est défini 
par: 
- l'environnement des commandes quel les sont les commandes 
que 1 'usager peut effectuer à ce moment. 
- L'environnement des objets : quels sont _les objets susceptibles 
d'être affectés par l'exécution de ces commandes. 
Le concept d'environnement de commandes, encore appelé 
mode, a deux fonctions : 
- i 1 détermine à 
I 'ensemb I e des 
(par exemple 




le mode " insertion 
permet l'éditeur de 





un mode " recherche " 
" correspond à l'une des 
texte celui-ci possède 
un mode " déplacement " 
un mode " suppression " ••• ) . 
La notion de mode permet donc de décomposer 1 'espace des 
commandes de l'application en sous-ensembles de taille 
raisonnable (typiquement moins de 10 commandes). 
- il permet de pallier la limitation du nombre de touches du 
clavier du poste de travail physique (le mode courant permet, 
par exemple, de distinguer les caractères formant le nom 
d'une commande des caractères à insérer dans I e tex te et qui 











détermine I es 
ou les objets 
La notion d'objet courant est liée à celle de centre d'intérêt. 
L'objet courant est celui que l'on traite actuellement. Il permet 
de ne pas avoir à spécifier à chaque commande 1 'objet sur 
lequel elle s'applique. L'objet courant correspond donc à une 
sorte de valeur par défaut. 
14 
Le comportement dynamique de 







commandes soit directement par certaines commandes qui ont 
pour unique fonction de modifier l'état de l'application, soit 
indirectement par des commandes effectuant un traitement et 
provoquant un changement d'état par effet de bord. 
Le comportement de l'application peut ainsi être modélisé 
L'application est alors 
Celui-ci possède un 
par un diagramme de transition d'états. 
un interpréteur pour un tel diagramme. 
état interne et un certain comportement d'entrée-sortie. 
En "entrée", il accepte les commandes de l'usager. 
i I modifie des objets lors de changements d'état. 
En "sortie", 
Cette approche ne doit pas être confondue avec celle qui 
consiste à décrire la syntaxe du langage de commandes au 
moyen de diagrammes de transition. L'application se doit, en 
effet, d'être indépendante du format des commandes I a manière 
dont les caractères frappés au clavier sont transformés en 
commandes bien formées n'est pas de son ressort. De plus, la 
tendance actuel le consiste à abandonner les langages de 
commandes c I ass i ques du sty I e I an gage de programmation au 
profit d'une utilisation du contenu de l'écran au moyen du 
dispositif de désignation (menu, sélection d'objet). 
Comme l'état courant de l'application interactive détermine 
l'interprétation du dialogue, il est impératif que l'usager puisse 
à tout moment déterminer a i sément l'état de l'application, et 
ceci sans devoir modifier cet état. 
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Une ana I yse des prob I èmes rencontrés 
d'applications interactives [ Nievergelt 83 J 
par I es usagers 
fait apparaître 
certaines situations fréquentes qui s'expriment par les questions 
suivantes 
" Où suis-je ? " 
Lorsque l'écran est différent de ce qui était attendu. 
" Que puis-je faire ici ? " 
Lorsque l'usager est' incertain à propos des commandes 
activables. 
" Comment suis-je parvenu ici ? " 
Lorsqu' i I pense avoir frappé une mauvaise touche. 
" Où puis-je al Ier ? et comment al Ier là ? " 
Lorsqu'il désire explorer les possibilités du système. 
Remarquons que les " 1 ieux " mentionnés dans ces questions sont 
en fait des états de l'application. 
Les deux premières 
courant. Aux questions " 
questions 
suis-je ? 
sont relatives à 1 'état 






des données et 
" et " Que puis-je faire 
affichant respectivement 
l'environnement courant 
La question " Comment suis-je parvenu ici ? " concerne le 
passé du dialogue, son historique. Nous définirons l'historique 
du dialogue comme une suite de couples (état, commande) 
représentant les différents états par lesquels l'application est 
passée et les commandes qui ont provoqué les changements 
d'état. En lui donnant accès à l'historique du dialogue, 
l'application peut justifier à l'usager comment l'état courant a 
été atteint. En lui permettant de revenir en arrière dans le 
dialogue, l'application fournit un mécanisme de base pour 
annuler les effets de ses erreurs. 
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Remarquons que dans ce dernier cas, on inclut dans l'état 
non seulement l'identité des objets courants, mais également leur 
valeur. Ce mécanisme peu t être très lourd s'il permet de 
revenir dans n'importe quel état antérieur car il faut alors 
mémoriser toutes les valeurs intermédiaires de tous les objets 
modifiés, y compris des fich i ers arbitrairement grands [ Archer 
84] . La majorité des systèmes ne mémorisent qu'un seul état 
précédant 1 'état courant. 
En ce qui concerne les questions "Où puis-je aller?" et 
"Comment al Ier là ? Il 
. ' 
l'application interactive fournira une 
commande d'aide ("help") invoquable à tout moment. Comme de 
tel les questions se produiront toujours et que le bon manuel est 
rarement à la bonne place au bon moment, un système interactif 
doit être auto-explicatif. 
En affichant le sous-di a gramme de transition constitué des 
arcs issus du noeud associé à 1 'a ta t courant, la commande 
"help" visualise l'ensemble des états accessibles à partir de 
1 'état courant. Bien entendu, une aide quant à l'effet des 
différentes commandes est également nécessaire. 
En tenant compte de l'état courant, et éventuellement de 
1 'historique du dialogue, cette explication peut être adaptée au 
contexte 
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paragraphe précédent, nous avons montré I a 
1 'usager de pouvoir con su I ter 1 'état courant de 
On peut aller plus loin, en imposant que cet état 
soit visible en permanence. 
L'écran d'affichage comportera alors, à tout moment, une 
représentation partiel le de l'état courant de l'application sous 
forme d'une liste des commandes activables (menu), une au 
plusieurs listes des objets accessibles et une représentation 
visuelle de la valeur de certains objets ceux qui font partie 
du centre d'intérêt courant. 
Cette approche sous-entend donc que 1 'état courant de 
l'application constitue toute l'information dont l'usager à besoin 
à court terme. Cet état ne pouvant pas être représenté 
entièrement sur l'écran, l'application sélectionnera certains 
objets en fonction du contexte, en anticipant les besoins de 
l'usager. La représentation de l'état de l'application doit 
également être paramétrable par l'usager lui-même. 11 pourra 
alors adapter le mode d'emploi de l'application à ses habitudes 
particulières et à son degré d'expertise. 
Quels avantages peut on retirer d'une telle approche ? 
1. Par une meilleure sélection des informations affichées à 
l'écran, on peut espérer diminuer la charge mentale de 
l'usager. 
Durant la pensée consciente, le cerveau utilise plusieurs 
niveaux de mémoire, le plus important étant la mémoire à 
court terme. De nombreuses études ont analysé la mémoire à 
court terme et son rôle lors de la réflexion. Deux 
conclusions émergent 
1° la pensée consciente util ise les concepts qui sont dans l e 
mémoire a court terme et 2 ° la capacité de la mémoire à 
court terme est limitée. 
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2. 
Lorsque le contexte d'exécution de la 




relais de la 
mémoire à court terme en agissant comme une "mémoire cache 
visuelle". 
Par 1 'ut i I i sati on du dispositif de désignation et la 
v i sua I i sa t ion instantanée des effets des commandes, l'usager 
a l'impression d'agir directement sur son environnement. 
Le dispositif de désignation permet à l'usager . de 
sélectionner des objets et des commandes affichés à 1 'écran. 
La possibilité de "montrer" fournit toute la puissance de la 
référence pronominale. 
Plutôt que de désigner un objet ou une commande 
i nd i rectemen t, 
1 ' ·usager peut 
par son nom ou 
montrer un objet 
son numéro dans 
en disant cette 
un menu, 
procédure, 




En dialoguant avec l'application, l'activité de 
consiste à sélectionner les traitements appropriés 
objets courant de manière à obtenir les résultats 
Dans ce cadre, l'état courant de l'application 
l'usager, l'état d'avancement de son activité 
est, pour 
i I consitue 
son environnement de travai 1. 
En représentant visuel l ement cet état et 
l'impression à l'usager qu'il agit directement 
qu'il voit et qu'il désigne, on supprime 
l'existence de l'application. C'est l'usager 
modifie les objets car, comme dans le monde 
instantanément l'effet de ses actions. 
en donnant 
sur les objets 
virtuellement 
lui-même qui 
rée 1 , i I voit 
Pour l'application, comme pour l'usager, chaque objet est 
caractérisé par les opérations que l 'on peut lui appliquer. 
Dans un dialogue orienté-objet, on sélectionne d'abord 
1 'objet et ensuite l'opération. 
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La sélection de l'objet cible ainsi que celle de l'opération 
se feront avantageusement à l'aide du dispositif de 
désignation. Cette approche semble plus naturel le car el le 
correspond aux habitudes du monde réel où la référence 
pronominale est constamment utilisée. 
Dans cette section, nous avons défini le concept d'état 
d'une application interactive comme 
commandes et des objets accessibles à un 
L'exécution des commandes provoquant 
d'états. 
I 'ensemb I e des 
momment donné. 
les changements 
L'état courant de l'application prend donc implicitement en 
compte les conditions d'applicabilité des commandes futures 
et les résultats des commandes antérieures, c'est à dire 
toute l'information dont l'usager a besoin à court terme. 
L'affichage permanent d'une représentation visuelle de 
l'état courant et la poss i bilité de revenir dans des états 
antérieurs permettent de diminuer la charge mentale et le 
facteur d'anxiété de l'usager. Un modèle d'interaction basé 
sur une tel le approche est du type " voir et pointer plutôt 
que se souvenir et taper " 
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2.3. INTERFACE USAGER UNIVERSELLE 
Nous avons, jusqu'à présent, implicitement associé 
1 'interface usager à l'application interactive dont i I fait partie. 
Les concepts développés dans les sections précédentes sont 
néanmoins indépendants de toute application particulière. 
Dans cette section, nou s introduisons la notion d'interface 
usager universelle comme une entité à part entière celle qui 
est chargée de gérer la communication entre l'utilisateur humain 
et l'ensemble des applications de son système interactif. 
Dans les sections suivantes, nous développerons alors des 
abstractions permettant de réaliser 1 'indépendance de 1 'interface 
usager. 
Malgré l'intérêt actuel pour la communication 
homme-machine, les découvertes ont, jusqu'à présent, tendance à 
être appliquées seulement localement, à l'intérieur d'un 
programme d'application individuel, plutôt que globalement, pour 
un système entier sur I equel fonctionnent beaucoup 
d'applications. 
Les systèmes interac t ifs actuels se présentent à 
l'utilisateur comme une collec tion de programmes d'application 
sans I iens. L' uti I isateur est confronté à toute une série 
d'interfaces distinctes, chacune basée sur ses propres concepts 
et principes d'interaction. 
Alors que la population d'utilisateurs augmente rapidement 
et comprend une fraction croissante d'usagers novices ou 
occasionnels, nous devons développer des systèmes dans lesquels 
tous les programmes d'application parlent le même langage. 
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Pour pouvoir réa I i ser ce but, nous devons être capab I es de 
définir un canevas conceptuel caractérisant l'interaction, qui 
soit suffisamment général pour s'appliquer à (presque) toutes 
les tâches interactives actuel les et à venir. 
Cel a nous permettra de parler d'interface usager dans 
l'abstrait et, dans une seconde étape, de concevoir une 
architecture détaillée pour une telle interface. 
Cette approche présente un certain nombre d'avantages 
apparents, tant pour l'usager que pour le réalisateur. 
( i ) Pour l'usager, 1 'effet principal de l'unicité de 
l'interface usager est d'augmenter I a cohérence apparente du 
système. 
grande 
Alors que l'utilisation de métaphores confère une 
cohérence au modèle d'interaction au sein d'une même 
application, le partage de l'interface usager étend cette 
cohérence au système tout entier. 
L'utilisateur acquiert une vue homogène de son 
environnement de travail car un mode d'emploi identique (définit 
par le modèle d'interaction) s'applique à toutes les 
applications. 
En prolongeant cette idée, on peut dire que tout ce qui 
sera extrait des applications pour être incorporé à l'interface 
usager uni que contribuera à I a cohérence du système. 
Dans la section consacrée à l'état de l'application 
interactive, nous avons mis en évidence un certain nombre de 
commandes devant être activables à tout moment ce sont les 
demandes d'information sur l'état courant, 1 es commandes de 
retour en arrière ("undo") et les demandes d'aide ("help"). De 
tel les commandes, basées sur des concepts indépendants des 
spécificités fonctionnelles des applications seront appelées 
commandes universelles ou encore commandes génériques. 
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(ii) Nous analyserons à présent 
implications d'une telle approche pour la 
interactif. 
les avantages et les 
réalisateur de système 
De par les progrès dans le domaine du matériel interactif, 
le dialogue entre l'homme et la machine devient de plus en plus 
sophistiqué, introduisant ainsi une complexité croissante du 
logiciel devant le gérer. 
La conception et 
devient donc de plus en 
la réalisation 
plus longue et 
de l'interface 
coûteuse. Ceci 
non seulement à la conception initiale, mais également 
processus de raffinement nécessaire à l'obtention d'une 





D'une part, l'unicité de l'interface usager permet de 
factoriser le coût de sa conception et réalisation par le nombre 
d'applications 1 'uti I isant. 
De plus, 















le protocole de dialogue entre l'interface et les applications soit 
inchangé. Ceci permet donc l'évolution de l'interface usager en 
cours d'utilisation et favorise la maintenance. 
Dans cet te section nous avons étendu I a séparation I og i que 
entre l'application et l'interface usager à une séparation 
physique. Pour l'utilisateur, l'interface usager universel le 
augmente la cohérence des diverses applications par l'unicité du 
modèle d'interaction et la définition de commandes génériques. 
Le concepteur, quant à lui, voit le coût de réalisation et de 
maintenance de son interface usager divisé par le nombre 
d'applications l'utilisant. 
L es chapitres suivants développeront des abstract i an s 
permettant de réaliser une tel le indépendance. 
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3.1. LE TERMINAL LOGIQUE 
3. 1. 1. 1 ntroduction 
Le terminal logique permet d'assurer l'indépendance de 
l'application 
physique. 
vis-à-vis des caractéristiques du terminal 
Le terminal logique est un modèle. C'est un type abstrait 
qui possède les fonctionnalités d'un terminal idéal. En cachant 
la manière dont ces fonctionnalités sont mises en oeuvre, il 
abstrait les spécificités du terminal physique. L'application est 
alors assurée que le terminal se comporte selon le modèle du 
terminal idéal . 
APPLICATION APPAREIL APPAREIL 
LOGIQUE PHYSIQUE 
La réalisation du concept d'appareil logique passe par 
deux étapes 
implémentation. 
le choix d'un modèle et le choix d'une 
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3.1.2. CHOIX DU MODELE DU TERMINAL LOGIQUE 
Pour définir le modèle du terminal logique, nous avons 
pris en compte les qualités suivantes simplicité, cohérence, 
pouvoir d'abstraction, correspondance avec I e modèle intuitif et 
correspondance avec les possibilités du matériel actuel. 
Ces caractéristiques ne sont certes pas indépendantes. 
Simplicité, cohérence et correspondance avec le modèle intuitif 
sont . nécessaires pour rendre le modèle utilisable et utilisé. Le 
pouvoir d'abstraction, c'est-à-dire la faculté de cacher de 
l'information, est, bien entendu, la raison d'être du terminal 
logique. Les spécifications des fonctionnalités du terminal 
logique doivent s'exprimer en termes appropriés à son utilisation 
et cacher les particularités de l'implémentation. Le modèle 
"flux d'octets" est visiblement trop rudimentaire. 
Nous avons tenté de défin ir un modèle qui permette 
l'utilisation effective des possibilités offertes par le matérie l 
actuel. Le modèle le plus courant actuellement est le terminal à 
écran a I phanuméri que. Les écrans graphiques de type bitmap, 
associés à un dispositif de désignation tel que la souris ne sont 
pas encore fort répandus, mais leur avenir semble assuré, vu la 
baisse des prix dans ce secteur. 
Un modèle "1 i gne à I i gne" basé sur le télétype, tel que 
fournissent la plupart des systèmes d'exploitation est 
inapproprié il conduit inévitablement à une sous-uti I isation 
des possibi I ités du matériel. 
En nous basant sur le fait que l'information textuelle 
gardera encore longtemps 
un modèle alphanumérique , 
caractère. 
sa place privilégiée, nous 
c'est-à-dire basé sur le 
proposons 
concept de 
Ceci n'exclut pas une extension future du modèle vers de réelles 
possibi I ités graphiques. Une telle extension peut se faire, par 
exemple, en raffinant le concept de caractère en un tableau de 
points (bitmap) ou une série de vecteurs (shape). 
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L'ut i I i sati on du modèle alphanumérique sur un écran 
graphique de type "bitmap" passe par l'utilisation d'une table 
("form" en Smalltalk) mémorisant tout l'aphabet affichable sous 
forme d'un tableau de points blancs et noirs. L'affichage d'un 
caractère particulier se fait alors en recopiant le sous-tableau 
de points qui lui correspond dans l'écran d'affichage. (Un 
écran de type bitmap est, en effet, une partie de I a mémoire 
affichée en permanence 
sur 1 'écran). 
chaque bit correspondant à un point 
En définissant différentes tables de conversion pour un 
même alphabet, il est possible de réaliser différentes polices de 
caractères ( i ta I i ques, gras, ••. ) • 
0 10 20 30 40 50 60 70 
1 1 1 1 1 1 1 1 
' 0 
destForm: ' 
destX = 67 
destY = 10 
width = 7 
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source X = 248 10 
sourceY = 0 ' 
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L'unité de coordonnées de position est I e caractère pour 
l'écran alphanumérique et l e point (ou pixel) pour 1 'écran 
bitmap. Le rapport entre ces deux systèmes de coordonnés est 
défini par la taille du tableau de points associé à un caractère 
de 1 'alphabet courant. Si ces tableaux n'ont pas une taille 
identique pour chaque caractère de I 'aphabet , alors le passage 
d'un système de coordonnées à l'autre devient fort complexe (car 
i I dépend du contenu de 1 'écran). 
Le modèle que nous proposons est donc orienté vers les 
terminaux alphanumér i ques courants, mais il est compatible avec 
les écrans graphiques. Une approche basée sur des concepts 
propres aux écrans graphiques aurait été inuti I isable pour les 
terminaux a I phanumériques. 
Le termina I logique comprend trois composants 1 'écran 
logique, le clavier logiqu~ et la souris logique. Le premier est 
un dispositif de sortie, les deux autres des dispositifs d'entrée. 
Le clavier et la souris captent des événements extérieurs. 
Pour 1 'app I i cati on, 1 a frappe d'une touche ou I e dép I acemen t de 
la souris sont des événements asynchrones. Dans les 
environnements de programmation habituels, la synchronisation 
est obtenue au moyen d'un tampon qui mémorise I a survenance 
de ces événements. Les opérations fournies au programmeur sont 
alors des demandes de lecture du dispos i tif (en fait, du contenu 
du tampon). 
Dans de tels environnements, on a perdu la notion d'événement. 
Une tel I e approche ne convient pas : 
- dans un environnement en temps réel. Un haut degré 
d'interactivité nécessite le contrôle du temps de réponse. Les 
environnements en temps partagé ne I e permettent pas. 
- dans un environnement à plusieurs dispositifs d'entrée. En 
effet, 1 a I ecture sur un tampon vide provoque I e blocage du 
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processus lecteur, ce qui l'empèche de pouvoir traiter le 
contenu d'autres tampons, par exemple. 
En conséquence, nous avons tenu à préserver la notion 
d'événement. Cette approche est originale. 
Dans la méthaphore orientée-objet, le concept de message 
permet d'associer événement et appel de procédure. 11 permet 
donc de supprimer l'attente explicite exprimée par l'opération de 
1 ecture. 
La structure généra I e du programme interactif c I ass i que 
comporte une bouche de lecture explicite : 
répéter 
1 ire( commande); 
exécuter(commande); 
jusqu'à commande = fin. 
Grâce au 






tra i ter-toouche ( t) 











Ces serveurs sont chargés de reconnaître les commandes et 
d'appeler les procédures de 
assignant des priorités plus 
possible d'assurer une réponse 
traitement appropriées. En 
élevées 
rapide 
aux serveurs, i I est 
à certains événements 
externes, quel que soit le traitement en cours. 
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Nous définirons donc le clavier logique et la souris 
logique comme des émetteurs de messages à destination de 
l'application et l'écran logique comme un récepteur de messages. 
La communication entre le terminal logique et l'application est 
donc réellement b id i rect i onnell e non seulement pour I es 
données, mais également du point de vue du contrôle. 
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3.1.2.1. L'ECRAN LOGIQUE 
L'écran logique permet l'affichage d'informations. L'unité 
d'information affichable est le caractère. Le contenu de 
l'écran, c'est-à-dire l'ensemble des caractères affichés, est 
structuré en page. Une page est une sui te de I ignes. Une 
1 i gne est une sui te de caractères. 
La position d'un caractère permet d'identifier un élément du 
contenu de l'écran. 11 s'agit d'un couple (x,y) où x est le 
numéro d'ordre du caractère dans I a I i gne et y I e numéro 
d'ordre de la ligne dans la page d'écran. 
Chaque position ayant mêmes dimensions, la surface 
d'affichage peut donc êtr_e vue comme un tableau bidimensionnel, 
soit un rectangle. La hauteur du rectangle est égale au nombre 
de I i gnes dans I a page et I a I argeur du rectang I e est éga I e au 
nombre de caractères dans I a I i gne. 
La compétence de base de 1 'écran logique effectue 
l'affichage d'un caractère à une position donnée. Il s'agit en 
fait d'une modification d'un élément du contenu de l'écran. 
Sa spécification est 
"La . compétence de WriteChar (x,y,c) a pour effet d'afficher le 
caractère c à la position (x,y) " • 
Précond i t ions La position (x,y) doit être valide, c'est-à-dire 
o ~ x < largeur et o ~ y < hauteur et c doit être un caractère 
valide, c'est-à-dire le code ASCII d'un caractère affichable. 
L'écran logique permet la prise en compte d'attributs 
visuels associés à chaque caractère affiché. Il s'agit d'effets 
spéciaux tels que la surbrillance, l'inversion vidéo, le 
clignottement, le souligné, etc ... 
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En général, la compétence d'affichage s'écrira donc 
WriteChar (x, y, c, al, a2, .•• an) 
où a 1, a2, an seront les valeurs d'attributs qui seront 
associées au caractère. 
Cette approche possède deux désavantages 
1. un nombre élevé d'arguments à spécifier à chaque appel. Le 
programmeur doit connaître l'existence et la signification de 
chacun d'entre eux. 
L'ordre de leur spécification (qui est arbitraire) doit 
également être mémorisé. Une erreur à ce niveau peut être 
particulièrement difficile à repérer. 
2. un manque de flexibilité quant à l'évolution du modèle. 
Toute modification du modèle (l'ajout de nouveaux attributs, 
par exemple) nécessite l a mise à jour de tous les programmes 
uti I isant le terminal logique (à cause du changement du 
nombre d'arguments, de leur ordre et de leur signification). 
Pour diminuer le nombre d'arguments, nous avons introduit 
la plupart d'entre eux dans le modèle sous forme implicite, en 
leur associant des valeurs courantes par défaut. Ces valeurs 
peuvent être con su I tées et modifiées par des compétences 
appropriées. Il y a donc une position courante (valeur par 
défaut pour les argumen t s x et y) et des valeurs courantes pour 
les attributs visuels. 
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L'écran logique consiste donc en un type abstrait 
comportant deux catégories de compétences : 
- les · compétences dont l'effet correspond à une action (comme, 
par exemple, affichier un caractère). 
L'effet de cette action dépend de I a va I eur courante de 
certains arguments implicites au moment de son exécution. 
les compétences qui permettent de consulter et modifier les 
valeurs par défaut des arguments implicites (comme, par 
exemple, modifier la position courante d'affichage). 
Remarquons qu' i I n'est pas exc I us que I es compétences de 
la première catégorie modifient également certaines valeurs par 
défaut, par "effet de bord" (par exemple, l'affichage d'un 
caractère peut modifier la position courante). 
En diminuant le nombre d'arguments explicites nous avons, 
en contrepartie, augmenté le nombre de compétences. 
En ce qui concerne l'accès aux arguments implicites, trois 
solutions sont possibles : 
pour chaque argument, définir une compétence qui permet de 
lire sa valeur et une compétence pour modifier sa valeur. 
- pour chaque argument et pour chaque valeur, écrire une 
compétence qui teste si cet argument possède cette valeur et 
une compétence qui affecte cette va I eur à 1 'argument. 
- écrire deux compétences, l'une acceptant le nom d'un argument 
et renvoyant sa valeur, l'autre acceptant le nom d'un argument 
et une valeur et affectant la valeur à l'argument. 
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Remarquons que ces trois approches ne s' exc I uen t pas 
mutuellement. El les peuvent être combinées pour un même type 
abstrait, en fonction de I a sémantique des arguments concernés 
et éventuellement du nombre de valeurs possibles (cas de la 2e 
solution). 
Nous avons adopté la troisième approche, essentiellement 
parcequ'elle minimise le nombre de compétences. Certains 
arguments implicites possèdent cependant leur compétence propre 
(c'est le cas de la position courante pour les arguments 
implicites x et y). 








- Au toScrol l 
largeur de l'écran logique 
hauteur de l'écran logique 
position courante X 
position courante 
courante) 
y ( 1 i gne 
valeur courante de l'attribut 
"mise en évidence". 
Passage à la 1 igne 
Défilement du contenu de 
l'écran ( scrolling). 
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- SetParam (select, va I ue) 
- GetParam(select) 
Ecrit 1 e caractère c à la 
position courante. 
Ecrit I a chaîne de caractères 
s à partir de la position 
courante. 
Efface le contenu de la 1 igne 
courante depuis la posit i on 
courante. 
Efface le contenu de 1 'écran 
depuis la position courante. 
Effectue un "passage à l a 
déplace la pos i tion courante 
en 
(x' y). 
Affecte a l ' argument implicite de 
nom select la valeur value. 








Les compétences semi-graphiques permettent de 
des représentations graphiques orientés caractères 
compatibles avec le modèle alphanumérique du terminal 
manipuler 
el les sont 
logique. 
- DrawHL ine(w) 
- DrawVLine(h) 
- DrawBox(w, h) 
Trace une I igne horizontale de 
largeur w à partir de la position 
courante. Une largeur positive 
implique un tracé vers la droite, 
une largeur négative, un tracé 
vers I a gauche. 
Trace une 1 igne verticale de 
hauteur h à partir de la position 
courante. 
Une hauteur positive implique un 
tracé vers I e bas. 
Trace un rectang I e de I argeur w 
et de hauteur h à partir de la 
position courante. 
La spécification précise de ces compétences est fort longue 
à cause des nombreux cas particu liers se produisant aux valeurs 




une spécification plus complète de la compétence 
limitée cependant au cas d'un caractère affichable. 
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Spécification de la compétence WriteChar 
1. Cas d'un caractère affichable 
1.1. Si c est le code ASCII d'un caractère affichable et si la 
position courante est valide (0 ~ xcursor < width et 0~ 
ycursor < height) alors l'exécution de WriteChar(c) affiche 
le caractère c à la position courante, avec les valeurs 
courantes d'attributs et déplace la position courante au 
caractère suivant de la même ligne. 
1.2. Si la position courante est invalide c'est - à-dire après la fin 
de la ligne (xcursor = width) alors si la valeur de 
l'attribut AutoWrap est égale à "true", alors 
1.2.1. Si la position courante n'est pas sur la dernière ligne de 
l'écran , alors la position courante est déplacée au premier 
caractère de I a I i gne sui vante et on procède comme en 1 • 1 , 
c'est-à-dire que le caractère c est affiché en première 
posit i on 
1.2.2. Si la position courante est sur la dernière 
l'écran et si la valeur courante de l'attribut 
est "true", alors 
1 igne de 
AutoScrol l 
- on fait défiler le contenu de l'écran d'une ligne vers le 
haut en supprimant la première I igne et en insérant une 
ligne blanche en fin d'écran (scroll-up). 
- la position courante est déplacée au début de cette 
dernière I i gne et on procède comme e n 1 . 1 . 
1.3. Dans tous les autres cas, on n e modifie pas l'écran logique 
(ni aucun de ses attributs). 
2. Cas d'un caractère de contrôle 
Les caractères de contrôle standards (BS, HT, LF, CR) sont 
interprétés par le terminal logique. Ceci n'augmente pas les 
fonctionnalités effectives du terminal logique, mais assure une 
compatibilité avec le logiciel existant (langage de programmation, 
format des fichiers, texte •.• ). 
Les caractères de contrôle non standards sont soit ignorés, 
soit provoquent 1 'affichage d'un caractère parti cu I i er en 
fonction de la valeur courante d'un attribut approprié. 
3.1.2.2. Le clavier logique 
Le clavier 
touche logique". 





logique détecte les événements "frappe d'une 
Chaque fois qu'une touche est frappée, le 
message à destination de 1 'application. Le 
possède donc une compétence permettant à 
déterminer l'identité du serveur concerné. 
en argument le code ASCII correspondant à la 
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Compétence du clavier logique 
- SetKeyHandler(kh) 
3. 1 .2.3. La souris logique 
La souris physique est 
Après exécution de cette 
compétence, 1 e processus de 
l'application identifié par kh sera 
activé à chaque frappe de touche 
du clavier logique, avec pour 
argument le code de la touche. 
un dispositif 
peut déplacer sur une surface horizontale. 
mécanique que l'on 
Les dép I acemen ts de 







le surseur correspondant à 
La souris dispose 
La press ion d'un 
la position courante 
l'écran). 
de boutons (de à 4). 
souris s'appelle "clic de 
désigner l'objet couramment 
1 a souris. 
d'un 
des 
désignation" car elle 










La souris logique transmet ses déplacements et l'état de ses 
boutons par envoi de messages vers les serveurs de l'application. 
La souris logique possède des compétences qui permettent à 
l'application de spécifier l'identité de ses serveurs concernés 
ainsi que la position et la forme du curseur sur l'écran. 
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- GetMousePos () 
- SetMouseForm(c) 
- GetMouseForm() 
- Après exécution de cette 
compétence, 1 a procédure de 
1 'application identifiée par mh 
sera appelée à chaque déplacement 
de la souris logique, avec pour 
argument un code indiquant la 
direct ion du dép I acement (haut, 
bas , gauche , d roi te ) • 
- Après exécution de 
compétence, la procédure 
cette 
de 
l'application identifiée par ch sera 
appelée à chaque pression d'un des 
boutons de la souris logique, avec 
comme argument le numéro du 
bouton. 
- Positionne le curseur associé à la 
souris logique en (x, y). 
- Renvoie la position courante du 
curseur 
logique. 
associé à la souris 




associé à la souris 
- Renvoie le caractère courant 
représentant le curseur associé à 
la souris logique. 
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3. 1 .2.4. Conclusion 








modèle de bas 
caractéristiques 
physiques du matériel. 
Par sa trop grande dépendance vis-à-vis des parti cu I ari tés 
des premiers terminaux (télétypes), il n'a pas pu suivre 





résu I te que I a p I upart 
systèmes d'exploitation) 
"ligne à ligne" du télétype. 
des programmes 
sont basés sur 
actuels (y 
le modèle 
Non seulement les capacités des terminaux actuels sont 
largement sous-exploitées, mais le mode d'interaction qui en 
résulte est rigide et inadapté à une tâche réellement interactive 
(présence d'informations éventuellement périmées sur l'écran, 
mélange des commandes et des résultats des traitements ..• ). 
Nous proposons un modèle basé sur les fonctionnai ités des 
terminaux à écran a I phanuméri que. En cachant I a manière dont 
ces fonctionnalités sont mises en oeuvre, le modèle du terminal 
logique abstrait les spécificités du terminal physique. 
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3.1.3. REALISATION DU MODELE DU TERMINAL LOGIQUE 
3.1.3.1. Alternatives de réalisation 
On peut imaginer essentiellement trois techniques pour 
réaliser le terminal logique : 
- La première consiste à réaliser un module émulateur de terminal 
i déa I pour chaque type de termina I réel que 1 'on désire 
uti I iser. Le module adéquat est alors chargé au moment de 
l'activation de l'interface usager. 
Une tel le solution procédurale est très souple, 
nécessite la possibilité de chargement dynamique. 
mais el le 
- Une autre technique consiste à 
qui agit comme un traducteur 
terminal réel. 
i mp I émenter un processus séparé 
entre l'interface usager et le 
Sous UNIX, par exemple, la communication interprocessus peut 
être réalisée au moyen de pipes. 
En fournissant de 
possible d'utiliser 
nouveaux processus 







sans modifier l'interface usager. Cependant, 1 a p I upart des 
systèmes d'exploitation rendent cette approche trop inefficace. 
Une troisième solution consiste à décrire les particularités de 
chaque type de te"rm i na I ut i I i sé dans une base de données 
appropriée. Cette description sera exploitée par un émulateur 
unique, capable d'effectuer toutes les traductions nécessaires. 
Contrairement aux deux techniques précédentes, cette approche 
est plus déclarative. Cependant, le concepteur doit prendre 
grand soin d'identifier un ensemble de paramètres de 
description de terminal qui couvrent les caractéristiques de 
1 'ensemble du matériel ex istant et à venir. 
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C'est cette approche qui a été adaptée dans le système UNIX. 
On y trouve un fichier de description de terminaux nommé 
termcap (pour "terminal capabilities") et deux librairies 
l'une fournissant des primitives de lecture du contenu de 
termcap, l'autre fournissant certaines primitives de gestion 
d'écran indépendantes du terminal réel. 
Les terminaux actuels (dits "intelligents") comportent des 
fonctions d'édition locale de plus en plus évoluées. 
L'usage de ces fonctions est fortement recommandé dans un 
contexte interactif car el les apportent un confort visuel non 
négligeable en diminuant le temps de mise à jour de l'écran. 
Considérons, par exemple, l'insertion ou la suppression 
d'une ligne. Si ces fonctions doivent être réalisées par le 
modu I e du term tna I logique, e 11 es nécessitent a lors I a réécriture 
de la partie de l'écran située en dessous de la I igne concernée. 
Sur un écran de 24 lignes x 80 caractères cela fait en moyenne 
1. 000 caractères à envoyer sur I a I i gne, ce qui prend un temps 
non négligeable (de l'ordre de la seconde) et attire l'attention 
visuelle de l'usager en dehors du centre d'intérêt courant (la 
1 i gne insérée ou supprimée). 
Si par contre, le terminal réel est capable d'effectuer 
localement l'insertion ou suppression de I igne, alors i I suffit de 
déclencher cette fonction par l'envoi de codes appropriés 
( typiquement une séquence de contrôle de 3 ou 4 caractères). 




11 semble donc clair que le facteur 
terminaux classiques soit la faible 
de transmission les reliant à 
1 imitatif à 1 'ut i I i sati on 
bande passante de I a 
l'ordinateur. Toute 
réalisation sérieuse ne peut ignorer les fonctions d'édition locale 
des terminaux actuels car el les permettent d'éviter partiellement 
les inconvénients dûs à ce goulot d'étranglement. 
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Un premier problème provient cependant de la disparité des 
séquences de contrôle permettant d'activer les fonctions d'édition 
locale. 
Un second problème se pose, dû à la variété de ces 
fonctions qui, bien que possédant des caractéristiques semblables 
d'un terminal à l'autre, ne sont jamais totalement identiques. 
Un troisième problème provient de l'existence d'erreurs de 
codage qui apparaissent fréquemment dans le logiciel de contrôle 
interne au terminal. 
Il n'est pas étonnant, dans ces conditions, que la 
description des caractéristiques des terminaux ne puisse se faire 
de manière systématique. 
Une analyse du fichier termcap de UNIX sera éclairante à ce 
sujet [ Annexe A J. 
Tout d'abord, l'aspect cryptique du contenu apparaît 
immédiatement (Ce ficier est pourtant construit et mis à jour avec 
un éditeur de texte habituel). Ceci est dû, tout d'abord à un 
choix malheureux des identifiants des fonctions (2 caractères), 
mais surtout aux caractéristiques de la communication avec le 
terminal, c'est-à-dire du codage complexe des fonctions et 
arguments en séquences de contrôle. 
En pratique, on constate à ce sujet, que l'imagination des 
constructeurs de terminaux est tel le que I a prise en compte d'un 
nouveau type de terminal dans le fichier descriptif termcap 
nécessite fréquemment la définition d'un nouveau 
décrire le codage particulier à ce type de termina l 
modification du code de l 'émulateur qui doit 
contenu du fichier ..• ce que l'on désirait éviter. 
format pour 
et donc une 
interpréter le 
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Ce fait est encore renforcé par les anomalies de 
comportement dont souffrent de nombreux terminaux. Cel les-ci 
varient non seulement d'une marque à 
l'autre, mais également en fonction 
erreurs sont parfois corrigées après 
l'autre et d'un modèle à 
du numéro de série ( les 
un certain temps). La 
découverte d'une anomalie de fonctionnement entraîne l 'ajout d'un 
nouveau type de particu l arité dans le fichier descriptif et 
également une nouvel le modification de l ' émulateur [Annexe A ]. 
Celui-ci doit donc, non seu lement pouvoir effectuer tous les 
types de codage existant, mais en p I us prendre en compte toutes 
les anomalies de fonctionnement d écouvertes sur tous les types de 
terminaux. 
encombrant 
11 devient donc fort comp l exe, coûteux à réaliser, 
et comporte éventuellement ses propres erreurs. 
En conclusion, plutôt que de tenter de formaliser ce qui ne 
peut l'être et de réaliser un i n terpréteur pour un formalisme en 
constante évolution , nous avon s opté pour 
qui consiste à réaliser un module terminal 
type de terminal réel. 
l'approch e procédu r a l e 
logique pour chaque 
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3.1 .3.2. Comment cacher les fonctionnai ités du terminal réel 
Nous décrivons dans cette section, une méthode permettant 
d'optimiser l'utilisation des fonctions d'édition locale des 
terminaux dits "intelligents", tout en cachant leurs spéc i ficités et 
même leur existence à l'application. Certaines idées développés 
ici sont suggérées dans [Stal Iman 81] 
Plutôt que de reporter instantanément sur l'écran réel les 
effets des opérations de l'écran logique, nous retardons sa mise 
à jour en introduisant la notion de transaction pratique, on 
utilise deux é_crans, l'un représentant le contenu de l'écran 
logique, l'autre le contenu 









logique, et les deux contenus sont donc identiques. Durant une 
transaction cependant, 1 es con tenus peuvent différer, 1 'écran réel 
n'étant pas mis à jour. 
En fin de transaction, un algorithme spécifique est utilisé 
pour rétablir la cohérence. Celui-ci est adapté aux spécificités 
du terminal réel en utilisant les fonctions d'édition locales au 
terminal de manière à réduire le débit d'octets sur la ligne de 
transmission et optimiser ainsi le temps effectif de mise à jour de 
l'écran réel. 
Pour l'application, le pouvoir d'abstraction d'un tel 
algorithme provient de la simplicité de sa spécification, malgré 
la grande variété des implémentations possibles. 
Concrètement, cela se traduit par I 'a}ont d'une nouvel le 
compétence, soit UpdateScreen dont la spécification peut s'énoncer 
" Après exécution de Update Screen, le contenu de 1 'écran visible 




réel et de 
Le prix apparent à payer dans une tel le approche est 
explicite la distinction entre écran logique et écran 
faire apparaître la notion de transaction, avec 
d'appeler aux moments apportuns l'a I gori thme de 
la nécessité 
réaffichage. 
Celui-ci est chaque fois réactivé entièrement et non pas à partir 
de la position d'interruption. 
11 est cependant possible de cacher à l'application 
l 'existance de l'algorithme de réaffichage en l'imaginant comme 
un processus séparé s'exécutant en parallèle. Tant que 
l'application effectue un traitement, le processus de réaffichage 
est bloqué, car de priorité inférieur, et les modifications de 
l'écran logique ne sont pas répercutées sur l'écran réel. 
Lorsque l'application termine son traitement et se met en attente 
implicite de message, le processus de réaffichage est activé 
provoquan t ainsi la mise à jour de l'écran. 
Remarquons que si une commande survient durant cette mise 
à jour d'écran, 1 e processus de réaff i ch age est interrompu au 
profit de l'application. Cette approche a pour effet de réduire 
le flux de caractères à destination du terminal en n'envoyant pas 
des informations qui sont susceptibles de deven i r périmées apres 
l'exécution de cette commande. 
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3.1.3.3. Implémentation de l'algorithme de réaffichage 
La séparation entre l'écran logique et l'écran réel est 
implémentée par deux contenus d'écrans représentés en mémoire. 
L'écran logique, encore appelé écran désiré, est modifié par les 
compétences du terminal logique. L'écran réel, encore appelé 
écran courant est l'image fidèle de l'écran physique, tel qu'il 
apparaît aux yeux de I 'ùsager. 
La spécification de l'algorithme de réaffichage est alors 
" Etant donné une image d'écran courant et une image d'écran 
désiré, 1 'a I gori thme de réaff ichage va transformer 1 'écran 
courant en l'écran désiré .d'une manière qui soit la plus 
efficace poss i b I e. " 
L'invariant est, bien entendu, la cohérence entre le contenu 
de l'écran courant et celui de l'écran physique. Cet invariant 
doit être vérifié dans les sections interruptibles de l'algorithme 
de réaffichage. 
Toute la complexité du processus 
termes "la plus efficace possible". C'est 
spécificités du terminal réel. 
est reportée dans I es 
ici qu'interviennent les 
L'a I gori thme de réaff i ch age pouvant être exécuté fort 
fréquemment (typiquement lors de l'écho de chaque caractère, 
pour un éditeur de texte), il faut rechercher un compromis entre 
le temps d'exécution et le nombre d'octets envoyés vers le 
terminal. 
49 
Le réaffichage comprend deu x étapes 
- dé t erminer les discordances entre 1 ' écran courant et 
1 'écran désiré et 
déterminer 
discordances. 
la manière optimale de supprimer ces 
Ces deux étapes sont intimement liées. La manière optimale 
de mettre l'écran courant à jour est d'utiliser les fonctions 
d'édition locale du terminal réel. 
alors à déterminer quel les sont les 
ces fonctions qui se présentent. 
La première étape consiste 
conditions d'applicabilité de 
Le cas le plus simple est celui de l'écran ne possédant que 
1 'écriture de caractère et 1 'adressage du curseur. Le réaff i ch age 
consiste alors à comparer les deu x écran s, caractère par 
caractère , et à envoyer la différence vers le terminal. 
En supposant que les écrans sont représentés par des 
tableaux bidimensionnels de caractères 
pour i : = o à hauteur-1 
pour j : = o à largeur-1 
si courant i ,j désiré i ,j 
alors Curse urEn ( i , j) ; 
EcrireCaractère(désiré i, j ) ; 
courant .i ,j : =désiré i , j 
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En remarquant que positionner le curseur nécessite 
également l'envoi d'un certain nombre d'octets, on améliore 
l'algorithme en ne positionnant le curseur à un endroit que s'il 
ne s'y trouve pas déjà. 
L'algorithme que nous 
pri ne i pe. 11 prend en compte 
avons implémenté est basé sur ce 
les changements d'alphabets et de 
valeurs d'attributs et opt i mise le déplacement du curseur par un 
adressage absolu ou relatif An n exe 
Les opérations d'insertion et de suppression de I ignes et de 
caractères permettent de déplacer des I ignes de texte vers le haut 
ou vers le bas en supprimant o u en insérant des I ignes blanches. 
Elles permettent également de déplacer du texte vers la gauche ou 
vers I a droite en supp r imant ou en insérant des caractères 
individuels. 
La prise en compte de ces fonctions évoluées conduit à un 
accroissement considérable de la complexité de l'algorithme de 
réaffichage dont le temps d'exécution devient alors prohibitif. 
Le temps d'exécution de l'algorithme précédent est 
visiblement de l'ordre de O(w.h) si w est la largeur et h la 
hauteur de l'écran. Le calcul de la sequence optimale 
d'insertions/suppressions fait appel au problème de "la correction 
de chaîne à chaîne" (une généralisation du problème consistant à 
trouver la plus longue sous-séquence). Pour une dimension, ce 
problème admet une solution en 0(12) où est la longueur de la 
chaîne. Des solutions existent, permettant de diminuer légèrement 
ce temps d'exécution mais el l es ne sont effectives que pour des 
prob I èmes de grande ta i 11 e ( ce qui n'est pas notre cas une 
1 igne comportant typiquement 80 caractères et une page 24 
1 ignes). 
Notre problème étant à deux dimensions, le temps d'exécution 
d'un algorithme calculant le séquence optimale 
d'insertions/suppressions est de l'ordre de O(w2.h2) ce qui 
conduit à des performances inacceptables. 
Des techniques spéciales 
oeuvre pour faciliter la 
d'écrans [Gosling 81] 
doivent, dans ce cas, être mises en 
comparai son efficace des deux contenus 
Nous n'avons cependant pas suivi cette voie non pas à cause 
des problèmes d'efficacité, mais parceque les fonctions fournies 
par les terminaux courants ne correspondent pas aux besoins du 
gestionnaire de fenêtres décrit plus loin. 
Le gestionnaire de fenêtres décompose l'écran physique en 
p I us i eurs sous-écrans indépendants. AI ors que I es fonctions du 
terminal physique affectent le contenu de l'écran tout entier, les 
fonctions utiles au gestionnaire de fenêtres devraient porter sur 
un sous-écran sans effecter I es · zones non concercées. Par 
exemple, l'insertion d'une ligne dans un sous-écran ne doit pas 
affecter les I ignes des autres sous-écrans à sa droite et à sa 
gauche. 
Ce problème est encore renfocé par la superposition partiel le de 
sous-écrans ce qui leur confère une représentation visuelle non 
nécessa i rement rectangulaire. 
Cec i réduit malheureusement considérablement l'ut i lité des 
fonctions d'édition locale des terminaux actuels. 
Nous avons ex ploré dans ce chapitre différentes techniques 
de réalisation du terminal log i que. En justifiant les choix 
relatifs à notre implémentation, nous avons tenté de mettre en 
lumière les difficultés liées à la réali s ation d'un module i nterface 
présentant , côté application, un haut niveau d'abstractions pour 
un matéri e l doté de caractéristiques fort di v erses. 
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3.2.LA REPRESENTATION EXTERNE 
Dans ce chapitre, nous mettons en évidence les difficultés 
liées à la construction et la mise à jour de la représentation 
v i sue 11 e des objets. 
Pour instaurer un dialogue de haut niveau d'abstraction entre 
l'application et l'interface usager, nous introduisons la notion 
de représentation externe, implémentée par un arbre de boîtes. 
La notion de boîte n'est pas nouvel les [ Knuth 79 J et a 
déjà été mise en oeuvre dans différentes réalisations 
[Chamberlin 81, Hammer 81, Mikelsons 81]. La description que 
nous présentons ici est basée sur la RE développée pour 
l'atelier logiciel ADELE [ Herrmann 84, Coutaz 84]. 
Pour chaque objet qu'elle présente à l'usager, 
l'application doit gérer deux représentatins : 
- 1 a représentation interne (R 1), structure de données 
adaptée aux traitements que l'application effectue, et 
- 1 a représentation visuel le (RV), adaptée à l'usager. 
Cel le-ci est basée sur des facteurs psychologiques et 
cognitifs et tient compte de l'insertion de l'objet 
représenté dans I e modèle conceptuel de 1 'usager. 
L'application est, non seulement, chargée de créer et 
mettre à jour ces deux représentations, mais également d'assurer 
leur cohérence à tout moment. 
Dans un contexte hautement interactif, toute modification interne 
doit être instantanément reflétée à l'usager, et non pas sur 
demande de ce dernier, comme c'est habituellement le cas. 
Le fait que ces deux représentations doivent satisfaire à 
des exigences tota I emen t différentes leur confère des 
caractéristiques qui souvent s'opposent. 
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11 y a donc, en général, conflit de structure entre la 
représentation interne et la représentation visuelle d'un même 
objet. Ceci rend la tâche de construction et de maintien de 
1 eur cohérence fort comp I exe [ Annexe D J. 
L'approche traditionnel le à ce problème de 
multi-représentation consiste à réaliser un traducteur de RI en 
RV (parfois appelé "décompilateur"), qui est soit activé 
explicitement par l'usager (mais nous avons vu que ce n'est pas 
une bonne solution), soit automatiquement, à chaque modification 
de I a R 1. 
Un tel traducteur devient rapidement complexe dès que l'on 
désire fournir à 1 'usager des fac i I i tés tel les 





sélection d'informations au moyen du dispositif de désignation. 
Nous proposons un protocole de haut ni veau d'abstraction 
entre l'application et l'interface usager, de manière à 
basé 
- diviser la complexité du processus de construction et de 
mise à jour de la représentation visuelle et 
- donner une plus grande autonomie à 1 'interface usager 
en y i ne I uant du code indépendant des caractéristiques 
d'une RI particulière. 
L e dialogue 
sur une 
entre l'applicat ion et 
structure d e donnée 
1 'interface usager est 
intermédiaire appelée 
représentation externe (RE). 
Le concept de base constituant le RE est I a boîte. La boîte est 
une structure d'échange; el le permet 1 'expression du transfert 
d'informations entre l'application et l'interface usager. 
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( i) Dans le sens application vers interface usager, la boîte 
permet l'expression de relations topologiques entre informations 











structurel les entre 





L'information principale associée à une boîte feuille est sa 
valeur. Le type de valeur habituellement utilisé est la chaîne 
de caractères, mais ce pourrait être n'importe quelle entité 
affichable (symbole graphique, figure géométrique, icône, .•. ). 
La boîte composite décrit principalement les relations de 
composi tion entre ses boîtes composantes. C'est essentiellement à 
ce niveau que les réalisations existantes d iffèrent, car elles 
sont toutes orientées vers une application spécifique (traitement 
de textes, édition de programmes, graphiques de CAO ... ). 
Les attributs de composition (ou de mormatage) décrivent des 
relations t opologiques. Les boîtes peuvent être composées 
verticalement (V), horizontalement (H) ou de manière plus 
complexe comme H et V et H ou V. 
- Les boîtes composées par H et V seront conca tér. ées 
horizontalement jusqu'à une certaine largeur maximale (fixée 
par la largeur de la boîte composite). Lorsque cette largeur 
est atteinte, il se produit un " passage à la ligne " et les 
boîtes restantes sont concaténées horizontalement sur une 
nouvelle ligne de référence. Ce mode de composition est 
utilisé pour du texte habituel. 
- Les boîtes composées par H ou V seront toutes a I ignées 
horizontalement si la largeur de la boît e composite le permet 
et seront toutes alignées verticalement sinon. Un tel mode de 
composition est utilisé pour afficher les instructions d'un 
programme. 
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Certaines RE possèdent des boîtes col les ( ou séparateurs) 
qui ne contiennent pas d'information affichable, mais permettent 
de spécifier des espacements variables (pour la justification de 
texte, par exemple). 
- Les relations de composition entre boîtes expriment donc des 
positions relatives. La localisation des objets affichés, en 
termes de coordonnées d'écran, est inconnue de l'application. 
- Les relations de compas i t ion expriment des positions 
dynamiques. Une mod if i cati on de la taille d'une boîte feuil le 
ou composite peut entraîner une réév a I u a t ion complète de la 
disposition des boîtes. Ce mécanisme est également 
transparent à l'application. 
La boîte est dotée d'attributs visuels exprimant le choix 
du matériel typographique (police de caractères, couleur, .•• ) et 
les effets spéciaux (mise en évidence). 
Les attributs exprimant la répartition permettent la prise 
en compte de la notion de Il foyer d ' attention Il grâce au 
mécanisme d'élision [Mikelson 81 ]. 
Ceci permet de présenter l'information avec différents niveaux de 
détai 1. C'est ainsi que, lors de l'édition d'un texte, par 
exemple, plutôt que de présenter une "fenêtre" constituée de n 
1 ignes consécutives, l'on pourra présenter la structure gnérale 
condensée du tex te ( table des matières) dont un élément 
seulement (celui que l'on édite pour l'instant) est affiché en 
entier. 
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(ii) Dans le sens interface 
définit l'unité d'information 
du dispositif de sélection. 
usager vers application, la boîte 










opération de sélection, 
boîte feuil le couramment 
l'attribut de contrôle d'accès indique, pour chaque boîte, si 
celle ci est effectivement désignable. Dans le cas contraire, la 
structure d'arbre est remontée jusqu'à I a rencontre d'un noeud 
possédant une valeur appropriée pour cet attribut. Ce noeud 
est I a racine d'un sous arbre qui consst i tue I a représentation 
sous forme de boîte de l'objet que l'usager a sélectionné. 
Ce mécanisme montre comment l'application contrôle la 
granularité de l'information désignable. 
Les opérations de construction de la RV à partir de la RI, 
et de maintien de leur cohérence se font alors en deux étapes. 
Dans un premier temps, un module appelé Compositeur ou 
Formatteur effectue I a traduction de RI en arbre de boîtes. Ce 
module fait partie de l'application car il connaît les 
caractér i stiques de la RI. Celles-ci ont cependant disparu dans 
l'arbre de boîtes, qui ne contient que des informations 
nécessaires à l'affichage. Le Compositeur assure donc 
l'indépendance de I' IV vis-à-vis de l'application en lui cachant 
les particularités de la RI. 
ou 
Un second module, 
Visual iseur parcourt 
appartenant à 
alors l'arbre 
I' 1 V et 
de RE 
appe I é Afficheur 
et le traduit en 
séquence d'opérations de construction et de mi se à jour de I a 
RV. Ce sont des opérations du terminal logique. 
L' Afficheur réalise l'indépendance de l'application vis-à-vis 
des caractéristiques du support d'affichage, et en particulier, 
des dimensions de l'écran logique. 
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1 APPL r CATION 1 1 COMPOS r TEUR 1 1 AFFICHEUR 1 1 USAGER 1 
' RI / ' RE / ' RV "' 
Le sens des flèches indique le flux d'information de 
visualisation (Application Usager). 
1 es informations de désignation ( Usager 
La structuration hiérarchique 
Ce ::;ens s'inverse pour 
Application). 
des boîtes permet la 
propagation des valeurs d'attributs au mayen d'un mécanisme 
d'héritage. 
Tout attribut dont la valeur n'est pas spécifié à un certain 
niveau, hérite de la valeur du niveau spupérieur. 11 s'agit 
donc d'une "valeur par défaut" qui peut éventuellement être 
modifiée à un niveau inférieu r. 
L'évaluation des dimensions des boîtes fait cependant 
appel à un mécanisme plus complexe. 
évidence dans la littérature. 
Ce fait n'est pas mis en 
Les dimensions ( largeur, hauteur, point de référence) des 
boîtes feuilles sont déduites de leur valeur. 
Par exemple, la largeur d'une · boîte feui ll e contenant une chaîne 
de caractères est fixée par la longueur de cette chaîne. Ces 
dimensions remontent vers les boîtes composites lors de 
l'application des règles de composition. 
Les dimensions de la boîte racine sont fixées par la taille 
du dispositif d'affichage (écran, fenêtre, ..• ). Ces dimensions 
sont propagées vers le bas, conditionnant ainsi l'application des 
règles de composition et provoquant éventuellement élisions ou 
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troncatures. 
L'évaluation d'un arbre de boîtes, effectuée par 
!'Afficheur, consiste donc en 
de 
un parcours de 
composition) 
1 'arbre nécessitant 
des chai x ( de type pour descendre, 
éventuellement invalidés lorsqu'on 





fort coûteux en temps d'exécution. 
La représentation externe, en tant qu' arbre de boîtes, est quant 
à el le grande consommatrice de mémoire. 
La réalisation de la RE ne sera donc envisagée que sur un 
poste de travai I de haut de gamme (2M octets de mémoire 
centrale, processeur d'au moins 1 Mip). 
En conclusion, voici les avantages présentés par 
1 'ut i I i sa t ion des concepts développés dans ce chapitre : 
- La représentation externe permet une séparation claire entre 
1 'application et l'interface usager. 
- La description de la représentation visuelle des objets est 
définie en termes de concepts abstraits permettant d'exprimer 
les relations structurelles, le polymorphysme et la répartition. 
La traduction de ces propriétés en termes de primitives de 
bas niveau pour le terminal logique est invisible de 
l'application. 
- L'application et l'interface usager se 
construction et mise à jour de la RV. 
Le modu I e effectuant I a traduction 










unifie les concepts d'entrée et de sortie de I 'inforlation en 
réalisant un I ien bidirectionnel entre RI et RV. 
- La représentation externe que nous avons décrite est très 
générale. L'arbre de boîtes est indépendant du choix de la 
RI et permet de décr ire une gamme étendue de RV. 
Dans ce chapitre, nous avons présenté la notion de 
Représentation Externe en tant que structure d'échange. La 
description de l'arbre de boîtes est basée su la RE déve loppée 
pour 1 'atelier logiciel ADELE [ Coutaz 84 J . Cel le-ci nous semble 
trop I imitée à 1 'affichage de texte - de programmes. Des 
mécanismes doivent ètre ajouté~ pour permettre la visualisation 
de tableaux et de textes en l angue naturel le. La I ittérature ne 
fournit actuellement aucune évaluation précise quant à la 
réalisation et l'utilisation de l'arbre de boîtes. 
Devant un tel "état de l'art" , nous pensons que l'élaboration 
d'une structure d'échange est un projet de longue ha I ei ne; nous 
ne ne 1 'avons donc pas approfondi dans I e cadre de ce mémoire. 
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3.3. L'USAGER LOGIQUE 
3.3.1. Description 
Dans ce chapitre, nous introduisons le concept d'usager 
logique implémenté par le di a logueur pour assurer 
l'indépendance de l'application vis-à-vis du dialogue interactif. 
Dans l'approche poursuivie jusqu'à présent, nous tentons 
de séparer ce qui est du ressort de l'application 
fonctionnel le) de ce qui concerne l'interface usager. 
(partie 
Pour réaliser cela, nous introduisons des abstractions 
permettant d'exprimer et de réaliser clairement cette séparation. 
Tout comme nous avons abstrait I e transfert de va I eurs entre 
l'application et l'usager au moyen du concept de représentation 
externe, nous allons abstraire la manière dont l'usager contrôle 
l'enchaînement des différents traitements que l'application peut 
effectuer. 
L'usager logique est un modèle, représentation simplifiée 
et idéalisée de l'usager réel. 
Le protocole de dialogue logique régit l'interaction entre 
l'usager logique et l'application. 
Le dialogue réel est défini par le choix d'une technique 
d'interaction qui caractérise la forme du dialogue effectivement 
utilisé par l'usager réel. 
APPLICATION dialoque USAGER 
dialoaue USAGER 
logique LOGIQUE réel RÉEL 
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Parmi les différentes techniques d'interaction les plus 
utilisées, citons le type question - réponse, le formulaire, le 
menu et les langages du type "shell" de UNIX. Leurs avantages 
et inconvénients respectifs dépendent des particularités de la 
tâche (plus ou moins bien structurée, ••• ), et l'usager (degré 
d'expertise, ••• ) et éventuellement du matériel (existence d'un 
dispositif de désignation, ••. ) • 
L'approche c I ass i que consiste à définir un ensemble 
d'outils d'acquisition spécialisés chacun dans une technique 
d'interaction. 
l ls permettent à une application de gérer les périphériques 
nécessaires à la réalisation d'une certaine forme de dialogue 
avec l'usager. C'est ainsi qu'il existe des "gestionnaires de 
menus", "gestionnaires de formulaires", etc .•• 
Dans l'architecture qui résu I te de ce type de démarche, 1 e 
flot de contrôle réside dans l'application la succession des 
interactions est déterminée lors de la specification de 
l'application et les appels aux outils d'interaction résident dans 
le corps de l'application. 
C'est donc le logiciel qui, dans ce cas, contrôle explicitement le 
séquencement des opération. Ceci se traduit, pour l'usager, par 
une certaine rigidité du dialogue. 
Comme il n'existe pas de technique d'interaction nettement 
préférable aux autres à tout points de vue, il est souhaitable 
de pouvoir disposer simultanément de plusieurs d'entr'elles de 
manière à pouvoir adapter dynamiquement la forme du dialogue 
aux particularités de l'application et de l'usager. 
Une telle adaptation de la structure du dialogue réel 
devra rester transparente à l'application. 
Pour réaliser ce but, nous allons extraite le flot de 
contrôle de l'application et le confier à un composant spécialisé 
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de l'interface usager le gestionnaire de dialogue ou 
dialogueur. 
3.3.2. Exemple de dialogue logique 
Dans cette section, nous allons élaborer un dialogue 
logique basé sur le modèle orienté-objet de l'application. 
Pour le dialogueur, l'application consiste en un ensemble 
de compétences correspondant chacune à un traitement atomique 
sur un certain type d'objet. Pour déclencher l'exécution d'une 
compétence, le dialogueur effectue une requête de l'application 
(envoi de message) spécifiant la compétence à exécuter 
(sélecteur) ainsi que les objets éventuels (arguments) sur 
lesquels portent le traitement. 
L'ensemble des compétences activables à un moment donné, 
ainsi que l'ensemble des objets, arguments éventuels de ces 
compétences, sont déterminés par l'état courant de l'application. 
Cet état n'est pas directement accessible au dialogueur, et donc 
à l'usager logique. 
Alors que la représentation externe fournit 
aux objets courants de l'application, il 
un moyen d'accès 
faut définir un 
mécanisme permetant au dialogueur de déterm iner les compétences 
(ou commandes) courantes. Un tel mécanisme peut être 
implémenté par une I iste, mise à jour par l'application à 
chaque changement d'état et con su I tée par I e di a logueur chaque 
fois qu'il désire effectuer un traitement. C'est le procédé 
uti I isé dans l'atelier logiciel ADELE [ Herrmann 84]. 
Dan s le dialogue logique, nous défirons un mécanisme plus 
souple et plus général permettant à l'usager logiqu e de 
déterminer les compétences activables dans l'état courant et sur 
un obj et donné. Ceci permet, entre-autres, la prise en compte 
de différents types d'objets par une même application. 
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Le protocole de dialogue logique est défini par un certain 
nombre de compétences (activés par messages en provenance du 
dialogueur) que doivent posséder toutes les applications 
interactives en plus de celles définies par leurs fonctionnalités 
propres. Ces compétences ont la particularité d'avoir une 
sémantique idépendante des applications et des objets. Elles 
définissent des commandes universelles ou commandes génériques. 
En termes de programmation or i entée-objet, le dialogue 
logique est l'ensemble des compétences de la classe application. 
Chaque application étant définie comme une sous-classe de la 
classe application, elle hérite donc du protocole de dialogue 
logique tout en rajoutant les compétences qui lui sont propres. 
L'exécution d'une application est alors une instance de la 
classe de cette application. Il peut donc y avoir plusieurs 
instances d'une même application ( l 'éditeur de texte, par 
exemple), chacune possédant les mêmes fonctionnai ités mais 
différant par les valeurs des variables d'instances (le contenu 
du tampon d'édition, la position courante .•. ). 
L'ensemble minimal de compéten c es du dialogue logique 
cômprend : 
- La compétence Initialiser() 
application. Après création 
effectue 
d'u n e 
1 'activation d'une 
nouvel le instance de 
l'application, celle-ci effectue l'initialisation de ses 
structures de données et déclare au dialogueur celles qui sont 
nécessaires à la communication (structures d'échanges). 
La compétence Terminer() signifie 1 a fin de la session 
interactive avec cette application. Celle-ci effectue alors les 
sauvegardes nécessaires. L'instance de l'application est 
ensuite détruite ainsi que les objets qui lui ont été associés 
(fenêtre .•. ). 
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La compétence QuellesOpérations?(obj} qui permet à l'usager 
logique de connaître la I iste des compétences que l'application 
peut effectuer dans son état courant et sur l'objet obj fournit 
en argument. 
Dans un environnement orienté-objet, l'activation d'une 
compétence se fera par envoi à l'objet obj, d'un message dont 
1 e sélecteur est un élément de I a I i ste renvoyée par 
Quel lesOpérations?(obj}. 
Dans un cadre p I us généra 1, on défini ra une compétence 
Activer (compétence} . 
On y adjoindra, bien entendu, les commandes génériques 
Défaire() ("undo") et Aide() ("help"). 
Construire l'ensemble des commandes génér i ques consiste à 
( 1) déterminer leur nombre optimal, ce qui fait appel à des 
facteurs psychologiques, et (2) déterminer les "verbes 
génériques" ( le nom des commandes génériques), ce qui dépend 
de la classe d'applications considérée (système d'aide à la 
décision, atelier logiciel, bureautique, •.• ). 
Par exemp I e , 1 es commandes génériques du Star de XEROX sont 
au nombre de huit. El les se nomment MOVE, COPY, DELETE, 
SHOW PROPERTIES, COPY PROPERTIES, AGAIN, UNDO, HELP. 
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3.3.3.Conversion du dialogue réel en dialogue logique 
Dans la section consacrée à la représentation de l'état de 
l'application, nous avons présenté les caractéristiques générales 
d'un modèle d'interaction du type "voir et pointer plutôt que se 
souvenir et taper". 
Nous présentons ici un dialogue orienté-objet basé sur ce modèle 
et abordons le problème de sa traduction en dialogue logique. 
Dans un dialogue orienté-objet, l'usager sélect ion ne 
d'abord l'objet et ensuite l'opération. 
Le gestionnaire de dialogue traite les "clics de 
désignation" en provenance de la souris logique. 
Voici un exemple de dialogue réel, et sa traduction en dialogue 
logique : 
1) L'usager sélectionne un caractère sur l'écran. 
2) Le module afficheur détermine le plus petit sous-arbre de 
boîtes désignable contenant ce· caractère (cfr 3.2.2). 
3) Le dialogueur effectue la mise en évidence de ce sous-arbre. 
4) Le dialogueur envoie à l'application le message 
Quel lesOpérations?, avec le sous-arbre de boîtes comme argument. 
5) La réponse est une I i ste de noms. 
apparaître cette I i ste sous forme d'un menu 
être décrit par un arbre de boîtes). 
6) L'usager sélectionne un élément du menu. 
Le dialogueur fait 
(qui peut également 
7)Le dialogueur envoie à l'application un message d'activation 




Dans le cas d'un dialogue par menus hiérarchisés, au 
message Quel lesOpérations?, 1 'application répondra par une I iste 
arborescente. En parcourant cet arbre, l e dialogueur affichera 
les différents niveaux de menus. 11 y a alors répétition des 
étapes (5) et (6), sans interaction avec l'application. 
Un usager expert, ayant mémorisé la structure des commandes de 
l'application, aura la possibilité d'activer directement toute 
compétence, en frappant son nom au clavier, quel que soit son 
niveau dans 1 'arbre des commandes. Ce fait restant transparent 
à l'application. 
Dans I e cas d'un I an gage de commandes en 
naturel le, le dialogueur effectuera par exemple une 
syntaxique de la phrase, avec repérage de mots clés. 
langue 
analyse 
Les mots clés correspondant à des actions seront associés à des 
noms de compétences (en uti I isant éventuellement des tables de 
synonymes) tandis que ceux qui correspondent à des entités 
seront associés aux objets concernés (après déréférenciation des 
pronoms, en utilisant la notion d'objet courant le dernier 
objet sélectionné). 
Dans tous les 
dialogueur peut être 
introduit p I us haut. 
cas, l'interaction entre 
basée sur le protocole 
l'application et le 
de dialoguelogique 
·· L'état de l'art dans ce domaine se 1 imite, à notre 
connaissance, à une seule réal i sation Herrmann 84 fortement 
orientée vers un environement particulier . 
à la La définition d'un dialogue logique qui soit 
suffisamment souple pour permettre la prise en 






cacher les particularités de ce dialogue réel est une entreprise 
à longue échéance. 
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L'activation d'une compétence de l'application peut 
requérir, en plus du nom de la compétence et de l'identité de 
l'objet à traiter, la désignation d'un certain nombre de 
paramètres. 
Par exemple, la compétence "insérer" de l'éditeur nécessite 
comme paramètre la position d'insertion. 
La sélection de plusieurs paramètres pour une même 
compétence se fait par remplissage d'un formulaire 
Smalltalk Tesler 81 et dans ADELE [ Herrmann 84] 
dans 
Le 
dialogueur de l'atelier logiciel Concerto [Carton 84 J connait, 
pour chaque compétentence, le type et la position de ses 
paramètres. 
Lors de la désignation d'un objet, le dialogueur détermine son 
type et en déduit sa position en tant que paramètre de I a 
commande. Lorsque tous les paramètres ont été sélectionnés, la 
commande compl~te est envoyée à l'application. 
Ce mécanisme a I e désavantage de ne pas prendre en compte I es 
paramètres optionnels. 
Remarquons que l'absence d'une confirmation explicite est 
compensée par l'existence d'une commande générique permettant 
d'annuler les effets de la dernière opération. 
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3.4.L'APPAREIL VIRTUEL 
En introduisant le concept d' apparei I virtuel, nous 
montrons, dans ce chapitre, comment utiliser le poste de travail 
pour gérer simultanément plusieurs activités concourrantes. 
Les systèmes d'exploitation 
travai I séquenciel l'exécution 
habituels imposent un mode 
d'une tâche comp I exe dei t 
de 
se 
décomposer en une suite d'activités une activité devant être 
terminée pour pouvoir commencer l'activité suivante (exemple 
classique le cycle édition, compilation, liaison, exécution). 
On constate cependant qu'en l'absence de telles 
contraintes, l'usager adapte spontanément un mode de travai 1 
consistant en un passage fréquent entre plusieurs activités à 
différents états d'avancement. 
interrompues pour des causes 
Ces activités sont continuellement 
internes (comme la nécessité d'un 
résultat intermédiaire) ou des causes externes (comme la 
survenance d'une tâche plus urgente). 
Pour briser le I ien application - terminal, et ainsi I ibérer 
le poste de travail du contexte d'exécution unique, on associe à 
chaque application un terminal virtue l , représenté par une 
fenêtre sur l'écran réel. Il est alors possible de visualiser 
simultanément p I usieurs contextes d'exécution, chacun 
correspondant à une activité en cours. Le passage d'une 
fenêtre à l'autre permet alors de simuler les changements 
d'activité qui surviennent durant l'exécution d'une tâche. 
Pour utiliser une métaphore de programmation, nous dirons 
que les différentes activités sont gérées comme des corantives 
plutôt que comme des procédures. El les peuvent donc être 
interrompues et reprises ultérieurement dans le même état, 
contrairement aux procédures qui sont gérées de manière LIFO. 
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Le concept d'appareil virtuel permet d'effectuer le 
découplage de l'application vis-à-vis du terminal. De manière 
à rendre le dispositif transparent à l'application, le terminal 
virtuel possède, au vu de celle-ci, les mêmes fonctionnai ités que 
le terminal logique. 
Du point de vue de l'usager cependant, le terminal virtuel 
ne monopolise pas le poste de travai 1 i I est représenté par 
une fenêtre sur l'écran physique. Le découplage du clavier et 
de I a souris est obtenu grâce au concept de fenêtre courante. 
C'est vers 1 'app I icat ion s'exécutant dans I a fenêtre courante que 
sont envoyés I es caractères frappés au c I av i er et I es clics de 
désignation. En changeant de fenêtre courante, il est ainsi 











Le gestionnaire de fenêtres, implémentant le concept de 
terminal virtuel, a une place particulière dans l'architecture 
générale de l'interface usager que nous développons. 
Alors que les concepts d' apparei 1 logique, d'usager 
logique et de représentation externe assurent l'indépendance de 
l'application vis-à-vis de l'interface usager, le terminal 
virtuel, quant à lui, concerne l'indépendance des applications 
entr'el les. 
En effet, l'appareil virtuel permet 1 e partage d'une 
ressource unique, tout en cachant ce fait aux applications. 
Celles-ci ne doivent donc pas tenir compte l'une de 1 'autre lors 
des accès concourrants à la ressource terminal réel. 
69 
Du point de vue de réalisateur d'interface usager, le 
gestionnaire de fenêtres effectue donc le I ien entre les diverses 




; celle qui 
le gestionnaire de 
lui permet d'organiser 
fenêtres est 
le contenu de 




3.5.UNE METHODOLOGIE DE CONCEPTION DE L 'APPLICATION 
-------------------------------------
INTERACTIVE 
Dans les chapitres précédents, nous avons développé un 
certain nombre de concepts ou abstractions, utiles pour la 
conception d'une architecture interactive. 
Dans le but de mettre en évidence les relations existant 
entre ces concepts, nous développerons ici une approche 
constructive de la réalisation d'une application interactive. 
Par opposition à une tendance classique qui cons i ste à réaliser 
1 'interface usager en dernier I i eu, 1 'approche que nous 
proposons considère la relation usager - application comme un 
point de départ pour la définition et la mise en oeuvre des 
fonctionnalités de l'application interactive. 
Cette approche comporte cinq étapes 
3.5.1.L'analyse de la tâche 
La première étape de la conception d'une application 
interactive consiste à analyser le contenu de la tâche telle 
qu'elle est effectuée actuellement. Cette analyse permettra 
de déterminer un mode opératoire courant, exprimé en 
termes de manipulation (traitements) de certaines entités 
(objets, concrets ou abstraits). 
Il s'agit en fait d'un modèle de la tâche telle qu'elle est 
perçue par l'usager. Ce modèle conceptuel ne peut être 
ignoré à aucun moment de la conception de l 'a;::,pl ication 
car 1 'usager y fera constamment référence. durant 
l'util isation de l'application. 
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3.5.2.0éfinition du modèle conceptuel de l'application 
Le modèle conceptuel élaboré à l'étape précédente est à I a 
base d'un autre modèle de tâche, celui qui décrit la tâche 
telle qu'elle sera effectuée en utilisant l'application. 
On y définira les objets accessibles à l'usager ainsi que 
les traitements qu'il pourra commander, c'est-à-dire, les 
fonctionnalités de l'application. 
3.5.3.0éfinition du modèle d'interaction 
Le modèle d'interaction de l'application définit un nouvel 
envirionnement de tâche. Il décrit la manière dont 
l'usager peut interagir avec le modèle conceptuel défini à 
l'étape précédente. 
C'est ici que l'on décidera de l'utilisation éventuelle 
d'une métaphore, de la représentation visuelle et du nom 
des commandes. 
3.5.4.1 mplémentation des fonctionnai ités de l'application 
La réalisation "in terne" du modèle conceptuel de 
l'application consiste à définir les structures de données 
représentant les différents objets du modèle et à concevoir 
les algorithmes implémentant les traitements du modèle. 
Si cette réalisation est découpée en fonction des objets du 
modèle, el le consistera alors à un ensemble de "type 
abstrait de donnée". 
Remarque : les étapes 3 et 4 sont concourrantes, mais cependant 
bien distinctes. Il est cependant préférable de définir le 
modèle d'interaction avant de réaliser les fonctionnalités de 
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l'application pour ne pas être tenté de faire apparaître des 
solutions d'implémentat ion. 
3.5.SLiaison de la partie fonctionnel le à 1 'interface usager 
La dernière étape dans la réalisation de l'application 
interactive consiste 
l'implémentation des 
à instaurer la 
fonctionnai ités 
communication entre 
de 1 'application et 
l'interface usager, implémentant · le modèle d'interaction. 
C'est ici qu'interviennent les abstractions développées aux 
chapitres précédents. 
La représentation externe instaure I a communication au 
niveau de la représentation visue ll e des objets. Le concepteur 
étab I ira, pour chacun d'eux, une structure d'arbre de boîtes 
adaptée à la fois à sa RI et sa RV. 11 devra alors réaliser le 
module "Compositeur", qui effectue la génération de la RE de 
l'objet à partir de sa RI. 
L'usager logique gère le dialogue 
traitements. La partie fonctionnel.le de 
reconnaître le ;:,rotocole de dialogue logique 





et, en particulier, 
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3.6.L'APPLICATION GESTIONNAIRE DE FENETRES 
Nous développerons, dans ce chapitre, la réalisation de 
l'application gestionnaire de fenêtres de manière à illustrer les 
différentes étapes de conception décrites au chapitre précédent. 
3.6.1. L'analyse de la tâche 
Comme nous 1 'avons exp I i qué au paragraphe introduisant I e 
concept de terminal virtuel, le gestionnaire de fenêtres (GF) doit 
permettre à ! 'usager d'effectuer plusieurs activités de manière 
concourante. 
La tâche analysée à cette étape est en fait une méta-tâche 
celle qui consiste à organiser les différentes activités 
constituant la tâche de ! 'usager. 
De ce point de vue, le gestionnaire de fenêtres est donc un 
gestionnaire d'activités. 
Analyser cette tâche de réduit alors à 
mettre en évidence les 
gestion d'act i vités se 
déficiences des systèmes d'exploitation 
courants qui interdisent à 
plusieurs applications. 
l'usager d'utiliser simultanément 
3.6.2.Définition du modèle conceptuel de l'application GF 
La solution au problème de monopolisation du terminal par 
l'application courante consiste à utiliser le concept d'appareil 
virtuel. Chaque application, ayant l'impression de posséder son 
propre terminal, peut ignorer l'existence d'autres applications. 
Le modèle conceptuel 
d'applications, de 
etc ••. 
du GF décrit ses fonctionnal ités 




3.6.3.Définition du modèle d'interaction 
La fenêtre est la représentation visuel le de 1 'écran 
virtuel. Elle comprend 
Le contenu visualisant une partie du contenu de 
1 'écran virtuel qu'elle représente. 
Le titre permettant d'identifier l'application associée 
au terminal virtuel. 
- Le cadre : qui délimite 1 'étendue de la fenêtre. 
La partie visualisation du gestionnaire de fenêtres gère la 
composition des différentes fenêtres sur l'écran du poste de 
travail. 
Certaines réalisations existantes permettent le recouvrement 
partie I au tota I des fenêtres d'autres composent une mosaïque 
formée de la juxtaposition des différentes fenêtres. 
La première approche présente certains avantages 
- L'analogie des fenêtres se recouvrant sur l'écran du 
poste de travail avec les feuilles de papier sur un 
bureau est à la base d'un mode d'emploi plus naturel 
por 1 'usager. 
- La taille et la position d'une fenêtre ne sont pas 
contraintes par l'existence des autres fenêtres, 
augmentant ainsi l'indépendance des applications. 
L'usager à toutes libertés pour déplacer et modifier les 
dimensions des fenêtres ces possibilités sont nettement 
plus I imitées dans un système ne permettant pas le 
recou v rem en t. 
- Cette approche permet une augmentation virtuel le de 
1 'espace 
dimension. 
d'affichage en introduisant une troisième 
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Le dialogue avec le gestionnaire de fenêtres concerne 
- La sélection d'une fenêtre courante, et donc 
application courante. 11 s'agit en fait 
méta-dialogue (dialogue sur le dialogue). 
d'une 
d'un 
- L'activation des compétences liées aux caractéristiques 
des fenêtres modification des dimensions, déplacement 
dans l'écran d'affichage, défilement du contenu 
(scrolling), etc .•• 
Il existe à tout moment une et une seule fenêtre courante. 
Cel le-ci est sélectionnée au moyen du dispositif de désignation. 
La fenêtre courante est totalement visible (elle est au-dessus des 
autres fenêtres) et son titre est mis en évidence. 
Un "clic" dans la partie contenu de la fenêtre courante est 
transmis à 'application courante il y correspond un "clic" 
dans son écran virtuel. 
Un "clic" dans le titre ou sur le cadre d'une fenêtre fait 
apparaître le menu des compétences du gestionnaire de fenêtres 
(conceptuel lement, celles de la fenêtre el le-même). 
Un "clic" en dehors de toute fenêtre est assimilé à un "clic" 
dans 1 'écran de 1 'app I icat ion GF. Son effet est identique à un 
"clic" dans le titre ou le cadre d'une fenêtre. 
3.6.4. 1 mplémentation des fonctionnai i tés de 1 'application GF. 
Les concepts de terminal virtuel, de fenêtre et de 
composeur apparaissent comme des objets di st i nets dans notre 
réalisation. 
En référence avec I es concepts décrits au chapitre consacré à I a 
représentation externe, on peut décrire le terminal .virtuel comme 
la RI de l'application gestionnaire de fenêtres [Annexe C], sa 
76 
RV étant l'image d'une fenêtre telle qu'elle apparaît sur l'écran 
et la RE est alors constituée par l'objet "fenêtre" (en tant que 
type abstrait de donnée). 
Le "composeur" ( à ne 
boîtes) est un module 






GF chargé de 
campos i t ion des 
le "compositeur" de 
construire l'i mage 
RV des différentes 
L'implémentation du terminal virtuel fait appel 
décrites dans la section 3.1 .3 consacrée à la 
terminal logique et est détaillée dans l'annexe B. 
aux techniques 
réalisation du 
L'implémentation de la fenêtre et du composeur sera 
présentée à l'étape suivante consacrée à l'interface usager du 
gestionnaire de fenêtres. 
Le terminal virtuel est basé sur le même modèle que celui 
du terminal logique. 11 comporte un écran virtuel, un clavier 
virtuel et une souris virtuelle. Donc, du point de vue de 
1 'app I i cati on, I 'écran v i rtue I possède I es compétences de 1 'écran 
logique (tel les que WriteChar, EraseLine, CursorAt. •• ). 
Cependant, l'effet de ces compétences n'est pas répercuté sur un 
écran réel, mais bien sur une image (en mémoire) du contenu de 
l'écran virtuel. 
Cette image contient toutes les 
l'affichage du contenu de l'écran, 
courante et des valeurs courantes pour 
l'écran logique. 
informations nécessaires à 
y compris une position 
1 es divers paramètres de 
L'écran virtuel 
permettant de recopier 
sur un autre écran. 
possède une compétence supp I émenta ire 
de son con tenu 
qui permet de 
une partie rectangu I aire 
C'est I a seu I e compétence 
"lire" le contenu d'un écran virtuel. 
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3.6.5 Liaison de la partie fonctionnel le à l'interface usager 
En ce qui concerne l'interface usager, l'application 
gestionnaire de fenêtres présente quelques particularités. 
Tout d'abord, comme nous ! 'avons signalé au début de 
! 'étape précédente, ! 'objet fenêtre est en fait la RE de 
l'application. L'arbre de boîtes ne convient 
(exceptionnellement) pas pour cette réalisation puisque 
nous désirons représenter le recouvrement des fenêtres. 
Pour une gestion de l'espace d'affichage basée sur une 
mosaïque de fenêtres, l 'arbre de boîtes aurait parfaitement 
convenu. 
Le "composeur de fenêtres", dont nous discuterons 
l'implémentation, correspond donc à !"afficheur" de boîtes. 
Un second point 
que ! 'usager n'a 
et du composeur. 
caractéristique de cette application est 
accès qu'aux compétences de I a fenêtre 
Les compétences du terminal virtuel sont 
utilisées exclusivement par les app l ications. 
Voici donc un schéma représentant de manière simplifiée la 
structure du gestionnaire de fenêtres, en termes des 
concepts que nous avons développés dans ce travai 1. ( pp 87) 
3.6.5. 1 .L'objet "fenêtre" 
Un objet fenêtre a pour attributs toutes les informations 
nécessaires à la construction de la représentation visuelle d'un 
écran virtuel les dimensions, la position et le titre de la 
fenêtre, la position du contenu affiché, 
Du point de vue de l'usager, 1 es compétences de I a fenêtre 
lui permettent de modifier sa taille, sa position et les diverses 
caractéristiques visuel les. 
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Pour I e composeur, 1 a fenêtre possède une compétence qui 
construit sa représentation visuelle sur un écran donné. 
3.6.5.2.Compétences de la fenêtre 
- Move(x,y) 
- Res i ze ( w , h) 
- MakeView(s) 
Remarque 
Déplace la coin 





(x, y) de 
Modifie les dimensions de la fenêtre 
largeur= w ; hauteur= h. 
Construit la représentation visuel le 
de I a fenêtre sur l'écran s. 






ou C el les 
orientée-objet la fenêtre est celle 
message. Pour un I an gage c I ass i que de type Pasca 1 
seront implémentées par des procédures possédant un 
supplémentaire permettant d'identifier l'objet cible (cet 




Le composeur est chargé de construire l'image physique 
résultant de la composition des représentations visuelles des 
différentes fenêtres. Le composeur gère la superposition 
éventuel le des fenêtres et maintient constamment l'écran de 
composition à jour de manière à ce que son contenu reflète 
fidèlement l'état des terminaux virtuels. 
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Le composeur est chargé de gérer 1 'interaction éventuel le 
des différentes fenêtres. Les fenêtres e 11 es-mêmes s'ignorent 
mutuellement de manière à maximiser l'indépendance des diverses 
applications entr'el les. 
Dans notre réalisation, l'interaction entre les fenêtres 
correspond au recouvrement. 
Le composeur gère une I iste des 
visibles. Cette I iste est ordonnée selon 
première fenêtre étant celle du fond 
dessus (la fenêtre courante). 
fenêtres potentie ll ement 
l'axe de profondeur, la 
et la dernière celle du 
Remarquons qu'imposer un ordre tota I sur I 'ensemb I e des 
fenêtres est une facilité d'implémentation. Un ordre partiel 
permettant de comparer les fenêtres dont l'intersection est non 
vide est suffisant. 
Les compétences du composeur permetten t, d'une part, 
d'inserer et de supprimer des fenêtres dans la liste et, d'autre 
part, de construire l'écran de composition. 
3.6.5.4.Compétences de gestion de la visibi I ité des fenêtres 
- On top ( w) 
- Bot tom ( w) 
Place (ou déplace) la fenêtre w au 
dessus des autres fenêtres, 1 a 
rendant ainsi totalement visible. 
Par effet de bord, d'autres fenêtres 
peuvent devenir partiellement ou 
totalement cachées. 
Place (ou déplace) la fenêtre w en 
dessous des autres fenêtres. Elle 
est a lors éventuellement cachée 




d'autres fenêtres, tandis que 
d'autres peuvent de ce fait devenir 
visibles. 
Supprime I a fenêtre w de 1 'écran 
d'affichage. 
fines, basées explicitement sur Des compétences 
l'ordre de profondeur des fenêtres (comme par exemple, 
l'insertion d'une fenêtre à unième niveau) sont inutiles pour 
l'usager. Comme nous l'avons signalé, cet ordre est 
partiellement arbitraire et ne peut être déduit du simple examen 
de l'écran. 
De p I us, nous pensons qu' i I est préférab I e de posséder un 
nombre limité de compétences aisément activables et dont l'effet 
est facile à décrire et donc à mémoriser plutôt qu'un grand 
nombre de fonctions complxes. 
Pour l'éditeur de tex te, par exemp I e, nous avons cons ta té que 
lorsque la compétence "NextChar" est aisément activable ( par la 
touche ), celle-ci est utilisée pour tous les déplacements vers 
la droite, plutôt qu'une compétence plus complexe, mais plus 
appropriée. C'est . ainsi que l'usager préférera utiliser 
plusieurs fois "NextChar" pour déplacer le curseur au mot 
suivant plutôt que "NextWord" dont l'activation est un peu plus 
difficile et dont l'effet est plus compliqué à prévoir. 
3.6.5.5.Compétence de construction de l'écran 
- BuildScreen() Construit, sur l'écran de 
composition, l'image résultant de la 
superposit i on des fenêtres. 
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Théoriquement, BuildScreen() 
1 'écran de campos i t ion est 
doit être appelée chaque fois 
que susceptible d'être modifié, 
c'est-à-dire 
- lors d'une modification de la liste des fenêtres 
- lors d'une modification des paramètres d'une fenêtre 
lors d'une modification d'un écran virtuel associé à une 
fenêtre. 
Une telle manière de procéder possède au moins deux 
désavantages : 
- i I rend l'existence du composeur exp I ici te aux fenêtres et aux 
terminaux virtuels. 
- il ne semble pas raisonnable de reconstruire 
composition à chaque modification du contenu 
Des techniques incrémentales doivent être 
diminuer la fréquence d'exécution de Build 
ainsi des dégradations du temps de réponse. 
tout I 'écran de 
d'une fenêtre. 
envisagées pour 
Screen, et éviter 
Pour cacher 1 'existence du composeur aux autres objets et 
diminuer le nombre de reconstructions d'écran, on peut utiliser 
le même procédé que pour l'algorithme de réaffichage du 
terminal logique. On peut, en effet, considérer que le 
composeur de fenêtres est au terminal virtuel ce que le module 
de réaffichage et au terminal logique. 
Le composeur de fenêtres est donc un 
aux applications, qui périodiquement met 
composition de manière à ce qu'il reflète 
différents écrans virtuels. Le composeur 
processus parai lèle 
à jour l'écran de 
l'état courant des 
n'est pas appelé 
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explicitement, mais il se synchronise sur les périodes d'activité 
des applications. 
Chaque fois qu'une application intera~tive termine un traitement, 
el le se met en attente implicite de caractères et de "clics". Le 
composeur est alors activé et met à jour la fenêtre associée à 
cette application. 
3.6.5.6.Construction de 1 'écran de compositicm 
Le principe de l'algorithme de construction de l'écran de 
composition consiste à parcourir la liste des fenêtres à afficher, 
en commençant par celle du fond et en "remontant", et à 
construire successivement leur représentation visuelle. 
Soit Winlist, la liste des fenêtres du composeur, et S, 
1 'écran de composition. 
Bu i I dScreen () 
var w : window; 
begin 
end 
E raseScreen ( S) ; 
w : = First(Winlist); 
while (w nil) 
do begin 
MakeView (w ,s); 
w : = Nex t (Win I i s t) 
end 
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Telle quelle, cette manière de proceder est pariculièrement 
naîve car elle conduit à construire la représentation visuelle 
(1) d'une fenêtre qui sera de toute façon cachée 
(2) d'une fenêtre visible qui n'a pas été modifiée. 
Les algorithmes présentés dans la littérature [Meyrowitz 81] 
ne nous ayant pas paru suffisamment convaincant, nous 
décrirons les algorithmes originaux qui ont été déve l oppés dans 
le cadre de notre implémentat i on du GF. 
En considérant que I e con tenu des fenêtres change bien 
plus fréquemment que leur position ou leurs dimensions, nous 
al l o n s développer un algorithme incrémental qui permet de 
répercuter les modifications du contenu des fenêtres sans 
nécessiter une reconstruction de tout l'écran de composition. 
La difficulté provient , dans ce cas ci, du recouvrement éventuel 
du contenu des fenêtres. 
Si pour chaque caractère d'une fenêtre, on peut déterminer 
s'il est visible ou non sur l' écran de composition, alors il est 
aisé de mettre à jour le contenu d'une fenêtre. En effet, pour 
chaque caractère modifié (par l 'application) depuis la dernière 
mise à jour, s'il est visible, on calcule sa position absolue sur 
l'écran (à partir de sa position dans la fenêtre et de la 
position de la fenêtre dans l'écran) et on l'y affiche. 
Si l e caractère en question n'est pas visible, il ne faut rien 
faire. 
11 reste alors deux sous-problèmes à résoudre : ( 1) 
comment déterminer si un caractère est visible et (2) comment 
déterminer si un caractère a été modifié. 
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3.6.5. 7 .Détermination des caractères visibles 
Le premier sous-problème est résolu de manière efficace 
par l'utilisation d'une table possédant autant d'entrées qu'il y 
a de caractères sur 1 'écran de compas i t ion et qui, pour chaque 
entrée, fournit un identifiant de la fenêtre à laquelle appartient 
1 e caractère correspondant. 
Cette table a la même structure qu'un écran virtuel. 
Cependant, plutôt que de mémoriser, pour chaque position, la 
valeur du caractère qui y est affiché, on mémorise le numéro de 
la fenêtre. Cette approche permet de limiter la taille de la 
table à celle du contenu d'un écran virtuel (environ 2K octets) 
et permet d'ut i I i ser I es mêmes compétences d'accès au con tenu. 
Donc, pour déterminer si un caractère c, à la 
relative (xc,yx) dans une fenêtre f dont l'origine est en 
sur l'écran , est visible, on vérifie dans la table si 
position 
(xf,yf) 
correspondant à la position (xc+xf,yc+yf) fournit 
1 'entrée 
bien 
l'identifiant de f. 
Le problème est alors ramené à la construction de la table en 
question. 
La table de visibilité des caractères est contruite en même 
temps que 1 'écran de campos i t ion. Lorsqu'une fenêtre construit 
sa représentation visuelle, à chaque position de caractère écrit 
sur l'écran de composition est associé l'identifiant de la fenêtre 
en question. Un caractère appartient ·donc à la dernière fenêtre 
qui a écrit à sa position. 
Comme la table de visibi li té des caractères est reconstruite 
à chaque construction de l 'écran de composition, il est d'autant 
p I us avantageux de 1 'ut i I i ser que I e rapport du nombre de mi ses 
à jour d'écran au nombre de reconstructions est grand. 
Une reconstruction de l'écran de composition n'est à 
nécessaire que lors d'une modification du nombre ou 




3.6.5.8.Autre uti I isation de la table de visibi I ité 
Non seulement, la table de visibilité 
jour efficace du contenu des fenêtres, mais 





une mise à 
est également 
dispositif de 
Au niveau du terminal logique, un 
caractérisé par la position courante du 
souris logique sur l'écran. 
clic de désignation est 
curseur associé à la 
Lors d'une désignation sur l'écran de composition, le 
gestionnaire de fenêtres doit pouvoir déterminer la fenêtre 
désignée de manière à changer de fenêtre courante ou bien, à 
dérouter le clic vers l'application concernée. 
La difficulté du problème provient, à nouveau, 
recouvrement éventuel des fenêtres. 
fournit une solution élégante. 
La table de v isib i I i té 
du 
y 
En effet, étant donné une position sur l'écran, 
visibi I ité nous donne imméd iatement l'identifiant 





3.6.5.9.Détermination des caractères modifiés 
Une manière élémentaire pour déterminer 1 es caractères 
modifiés est celle que nous avons décrite pour l'algorithme de 
réaffichage. Elle consiste à disposer de deux copies du contenu 
de la fenêtre un contenu courant et un contenu désiré. 
L'application modifiant le contenu désiré, il suffit de le 








procédé est cependant coûteux en p I ace 
il nécessite deux copies du contenu de 
temps d'exécution (car i l faut comparer 
contenu alors qu'éventuellement un seul 
mémoire 
chaque 
tous I es 
d'entre 
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eux seulement a été modifié). 
La solution adoptée consiste à ne mémoriser qu'un seul 
contenu, comportant des indications permettant d'accélérer la 
mise à jour. 
On disposera donc, par exemple, d'un indicateur par 
fenêtre, indiquant si son contenu a été modifié ou non, ainsi 
qu'un tel indicateur par ligne de contenu de l'écran virtuel 
associé. 
L'algorithme de mise à jour s'écrit alors 
pour chaque fenêtre 
si el le a été modifiée 
alors pour chaque ligne 
si el le a été modifiée 
alors pour chaque caractère 
s'il est visible 
alors recopier le caractère dans 
l'écran de composition 
Le problème est alors ramené à l a mise à jour de ces 
indicateurs. Cel le-ci est effectuée par l'écran virtuel à chaque 
modification de son contenu. 
APPLICATION FENÊTRE 





Dans ce travai 1, nous avons tenté de mettre 
des concepts propres à structurer I a concept ion et I a 
de l' i nterface usager des applications interactives. 
en évidence 
réalisation 
La prise en compte du modèle conceptuel de l'usager 
conduit à organiser la manière dont l'application sera présentée 
à l'utilisateur. 
La notion d'état de 1 'application interactive permet de 
présenter celle-ci comme un ensemble d'objets et d'opérateurs 
effectuant des manipulations sur ces objets. En représentant 
visuellement cet état et en donnant l'impression à l'usager qu'il 
agit directement sur les objets qu'il voit et qu'il désigne, on 
supprime virtuellement l'existence de l'application en tant 
qu' intermédiaire abstra it . 
Pour le réalisateur d'application, nous avons introduit des 
abstractions qui permettent de découpler la partie fonctionnelle 
de l'application et le logiciel de dialogue avec l'usager. 
Ceci conduit à la notion d'interface usager universelle, réalisée 
une seule fois pour un système tout entier, plutôt qu'à 
l'intérieur de chaque programme d'application individuel. 
L'acquisition des commandes est réalisée par le 
dialogueur, implémentant l'usager logique. 11 interagit avec 
l'application selon un protoco l e indépendant du dialogue réel. 
Le dialogueur peut alors présenter différents styles d'interaction 
à l'utilisateur (menu, formulaire, langage de commandes). 
La représentation externe, implémentée par un arbre de 
boîtes, met à la disposition des applications d es mécanismes qui 
masquent les problèmes liés à l'affichage et à la gestion des 
informations visuelles. 
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Le terminal logique cache à 1 ' app I i cation I es part icu I ari tés 
du terminal physique. Il possède les fonctionnalités d'un 
terminal idéal, indépendant du matériel uti I isé. 
Enfin, le gestionnaire de fenêtres, implémentant le terminal 
virtuel, assure l 'i ndépendance de l'usager vis - à-vis d'un 
contexte d'exécution particulier en lui permettant d'utiliser 
concouramment plus i eurs applications. 
Apports, 1 imites et perspectives 
Les notions que nous avons développées ne sont pas 
fondamentalement nouvel les. 11 nous a cependant semblé 
important de les réunir dans un seul travail et d'en montrer les 
interdépendances de manière à proposer · au concepteur 
d'application un ensemble cohérent de concepts représentatifs de 
l'état de l'art en la matière. 
Le domaine de la conception et de la réalisat i on de 
l'interface usager étant en pleine év olution, l es concepts que 
nous avons présentés n'ont pas encore d'interprétation unanime 
et leurs alternatives de réalisation sont insuffisamment 
explorées. 
Dans ce travail nous lions bi-univoquement l'application et 
son terminal virtuel. Cette approche est originale. La plupart 
des systèmes ex istants tels que Smalltalk Goldberg 83 
lnterlisp Teitelman 79 Macintosh Williams 84 Adèle et 
Concerto Herrmann 84 CWSH Weiser 85 p ermetten t à 
l'application de créer 
aux fonctionnalités de 
créées par les autres 
p I us i eurs f enêtres et 
toutes les fenêtres, 
application s . Les 
permettent pas, tel Bruwin 
comme une extension valable. 
Meyrow i tz 81 
1 u i donnent accès 
y compris celles 
systèmes qui ne le 
le considèrent 
89 
Non seulement cette approche tend à provoquer une 
abandance de fenêtres sur l'écran, mais, plus fondamentalement, 
elle ignore la signification de la fenêtre en tant que terminal 
virtuel au profit d'un gadget visuel permettant d'augmenter 
artificiellement la surface d'affichage. 
Nous postulons donc que les caractéristiques et l'existence 
même des fenêtres doivent être cachées à l'application. Bien 
entendu, nous reconnaissons l'utilité pour l'application de 
pouvoir décomposer la surface d'affichage en différentes zones, 
de manière à refléter une certaine structuration de l'information 
visible. 
Nous proposons qu'une telle décomposition soit effectuée à 
l'intérieur de la fenêtre associée à l'application. Ceci peut 
être réal i sé en augmentant le modèle du terminal logique/virtuel 
au moyen de I a not i on de "panneau", surface rectangu I aire 
possédant les mêmes fonctionnai ités que l'écran logique. Les 
différents panneaux formant alors une découpe en mosaïque de 
l'écran virtuel associé à l'application. 
Cette approche a l'avantage de préserver l'indépendance 
des applications entre el les et de visualiser le I ien sémantique 
qui existe entre les différents panneaux d'une même application. 
En ce qui concerne le terminal logique, nous avons défini 
un modèle indépendant du concept de fenêtre. Les réalisations 
existentes soit reconnaissent la nécessité de l'indépendance 
vis-à-vis du matériel mais ne définissent aucun modèle (cfr 
termcap de Uni x ) , soit confondent la notion d e terminal logique 
et celle de terminal virtuel (et mélangent alors les 
fonctionnalités de l'écran logique et celles de la fenêtre. Ceci 
rejoint la discussion précédente). 
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En réalisant le termina l logique, nous avons soulevé les 
problèmes d'efficacité qui surviennent dans un environnement 
hautement interactif. Nous avons alors présenté des techniques 
incrémentales permettant de circonvenir ces inefficacités, au prix 
d'une complexité accrue des algorithmes. 
Une extension intéressante à notre réalisation consiste à 
implémenter le modèle du terminal logique sur un matériel doté 
d'un écran graphique (tel le Macintosh). 
Nous n'avons pas 
le dialogueur. Nous 
décr i ts, ils n'offrent 
prétendent. 
tenté d'implémen_ter l'arbre de boîtes et 
pensons, en effet, que tels qu'ils sont 
pas enco re la généralité à laquelle ils 
L'arbre de boîtes ne permet de définir que des relations 
hiérarchiques entre les constituants d'une image et les seules 
contraintes que l'application 
positionnement des informations 
maximum d'une 
l'affichage de 
boîte feu il l e. 
programmes, de 
peut exprimer 
( compas i t ion) 
sont 
et 
Ces poss i b i I i tés 





élémentaires, mais sont nettement insuff i santes dans un cadre 
plus général. 11 est, par exemple, impossible de définir des 
tableaux ; en effet, la largeur d'un élément n'est pas déterminé 
par le contenu de la boîte feuille qui y correspond mais par la 
largeur de la colonne. 
L'implémentation de la représentation ex terne posera 
ég a I emen t des p rob I èmes d'eff i cacité. En effet, les structures 
arborescentes sont fort gourmandes en mémo i re dès que le nombre 
de noeuds devient important. 11 n'est donc pas raisonnable 
d'associer une boîte feuille à chaque caractère d'un texte 
affiché mais l'éditeur de textes doit néanmoins permettre la 
sélection d'un seul caractère. 
ce niveau là. 
Un compromis doit être trouvé à 
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De plus, l'évaluation de la position et des dimensions des boîtes 
est un processus fort coûteux en temps d'exécution. Ceci 
provient des "retours en arrière" (backtracking) qui se 
produisent lorsqu'un choix de composition est invalidé (par 
exemple dans le cas HauV, lorsque la composition horizontale 
échoue). Des techniques d'évaluation incrémentale devront 
certainement être développés. 
Les limites du dialogueur proviennent du protocole de 
dialogue logique. Tel que nous l'avons défini , celui-ci ne peut 
raisonnablement être utilisé que pour un dialogue arienté-objet 
du type opérande opérateur • 
Pour pouvo ir réaliser un dialogue plus riche, i 1 
transfert 
exemple, 
faut définir un 
d'informations 
1 a structure 
protocole permettant de décrire le 
relatives à l'application (par 
hiérarchique de ses commandes) et spécifiques à la tâche (pour 
mettre en oeuvre des tech niques de l'intelligence artificielle). 
La définition de mécanismes 
transfert d'informations relatives à 
est nécessaire à 1' indépendance de 
de l'application. 
permettant l'expression du 
l'affichage et au dialogue 
l'interface usager vis-à-vis 
La représentation ex terne 
une étape intermédiaire dans 
d'échange réellement généraux. 
et l'usager logique constituent 
la réalisation de mécanismes 
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NAME 




Termcap is a data base describing terminais, used, e.g., by vi(I) and curses(3X). Terminais are 
described in termcap by giving a set of capabilities which they have, and by describing how 
operations are performed. Padding requirements and initialization sequences are included in 
ermcap. 
Entries in termcap consist of a number of ' :' separated fields . The first entry for each terminal 
gives the names which are known for the terminal, separated by t characters. The first name is 
always 2 characters long and is used by older version 6 systems which store the terminal type in 
a 16 bit word in a systemwide data base. The second name given is the most common abbrevi-
ation for the terminal, and the last name given should be a long name fully identifying the ter-
minal. The second name should contain no blanks; the last name may well contain blanks for 
r adability. 
CAP ABJL-ITIES 
( ) indicates padding may be specified 
(P•) indicates that padding may be based on no. lines aff ected 
:l\ame Type Pad? Description 
ae str (P) End alternate character set 
al str (P.) Add new blank line 
am bool Terminal has automatic margins 
as str (P) Start alternate character set 
be str Backspace if not "H 
bs bool Terminal can backspace with "H 
bt str (P) Back tab 
bw bool Backspace wraps from column O to last column 
cc str Command character in prototype if terminal settable 
cd str (P.) Clear to end of display 
ce . str (P) Clear to end of line 
ch str (P) Like cm but horizontal motion only, line stays same 
cl str (P•) Clear screen 
cm str (P) Cursor motion 
CO num Number of .columns in a line 
cr str (P.) Carriage retum, (default "M) 
CS str (P) Change scrolling region (vtlOO), like cm 
CV str (P) Like ch but vertical only. 
da bool Display may be retained above 
dB num Number of millisec of bs delay needed 
db bool Display may be retained below 
dC num Number of millisec of cr delay needed 
de str (P•) Delete character 
dF num Number of millisec of ff delay needed 
dl str (P•) Delete line 
dm str Delete mode (enter) 
dN num Number of millisec of ni delay needed 
do str Down one line 
dT num Number of millisec of tab delay needed 
ed str End delete mode 
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ei str End insert mode; give ":ei- :" if ic 
eo str Can erase overstrikes with a blank 
ff str (P•) Hardcopy terminal page eject (default ·u 
hc bool Hardcopy terminal 
hd str Half-line down (forward 1/2 linefeed) 
ho str Home cursor (if no cm) 
hu str Half-line up (reverse 1/2 linefeed) 
hz str Hazeltine; can't print -•s 
ic str (P) Insert character 
if str Name of file containing is 
im bool Insert mode (enter); give ":im-:" if le 
in bool Insert mode distinguishes nulls on display 
ip str (P•) Jnsert pad after character inserted 
is str Terminal initialization string 
k0-k9 str Sent by "other" function keys 0-9 
kb str Sent by backspace key 
kd str Sent by terminal down arrow key 
ke str Out of "keypad transmit" mode 
kh str Sent by home key 
kl str Sent by terminal left arrow key 
kn num Number of "other" keys 
ko str Termcap entries for other non-function keys 
kr str Sent by terminal right arrow key 
ks str Put terminal in "keypad transmit" mode 
ku str Sent by terminal up arrow key 
10-19 str Labels on "other" function keys 
li num Number of lines on screen or page 
Il str Last line, first column (if no cm) 
ma str Arrow key map, used by vi version 2 only 
mi bool Saf e to move while in insert mode 
ml str Memory Iock on above cursor. 
ms bool Saf e to move while in standout and underline mode 
mu str Memory unlock (turn off memory Iock). 
ne bool No correctly working carriage return (DM2500,H2000) 
nd str Non-destructive space (cursor right) 
ni str (P•) Newline character (default \n) 
ns bool Terminal is a CRT but doesn't scroll. 
os bool Terminal overstrikes 
pc str Pad character (rather than null) 
pt bool Has hardware tabs (may need to be set with is) 
se str End stand out mode 
sf str (P) Scroll forwards 
sg num Number of blank chars left by so or se 
so str Begin stand out mode 
sr str (P) Scroll reverse (backwards) 
ta str (P) Tab (other than ·1 or with padding) 
te str Entry of similar terminal - must be last 
te str String to end programs that use cm 
ti str String to begin programs that use cm 
uc str Underscore one char and move past it 
1 ue str End underscore mode Ui num Number of blank chars left by us or ue 













A Sample Entry 
UNIX Programmer's Manual 
Terminal underlines even though it doesn't overstrike 
Upline (cursor up) 
Start underscore mode 
Visible bell (may not move cursor) 
Sequence to end open/visual mode 
Sequence to start open/visual mode 
Beehive (fl-escape, f2-ctrl C) 
A newline is ignored after a wrap (Concept) 
Retum acts like ce \r \n (Delta Data) 
Standout not erased by writing over it (HP 264 ?) 
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ANNEXEC. IMPLÉMENTATION DU GESTIONNAIRE DE FENÊTRES (EXTRAITS). 
Processus implémentation sous UNI X du concept d 'appl i cation. 
Le processus communique avec l'interface usager par deu x f l ux 
de caractères (pipes). 
Tâche permet la synchronisation des d i fférentes activités du 
g e stionnaire de fenêtres. Une tâche est associ é e à chaque 
f l ux d'octets dirigé vers le gestionnaire de fenêtres ( une 
tâche par processus, 
tâche pour la souris 
une tâche pour le clavier l ogique, une 
logique). La tâche convert i t l'opération 
de lecture de caractères en évènements "arrivée d'un caractère". 
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ANNEXE D . CONFLIT DE STRUCTURE ENTRE RI ET RV. 
1~) Cas d'un document en langue naturelle. 
Structure interne (RI) 
Document 
* Chapitre 
' * Paragraphe 
' * Phrase 
' * Mot 
* Caractère 
Structure externe (RV) 
Document 
'* Page 
' * Alinéa 
' * Ligne 
' * Mot 
* Caractère 
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Il est évident qu'on ne peut pas, en général, faire correspondre ces deux 
structures. Un chapitre, par exemple, peut tenir entièrement sur une page, 
ètre à cheval sur deux pages ou prendre un grand nombre de pages. 
Bien que la forme visuelle du document doir refléter sa structure interne, 
cette forme visuelle est également dépendante d'autres contraintes de 
représentation comme la taille des pages, ..• etc. 
Le fait que ces deux structures peuvent être mises en correspondance au 
niveau du caractère entraîne que le problème de la construction de la RV à 
partir de la RI est habituellement abordé au niveau du caractère également. 
Considérer la structure interne et la structure externe d'un document comme 
es suites de caractères est raisonner à un niveau d'abstraction trop bas. 
2~) Cas d'un programme ( en langage formel). 
Programme 
' * Module 
' * Procédure 
JI' \ 
Déclaration Corps 






' * Ecran (page ) 
' * Ligne 
Caractè r e* 
