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El objetivo de este proyecto ha sido el desarrollo de una aplicación en MATLAB 
que permite obtener medidas de potencia de señal georreferenciadas. Estas 
medidas, debidamente procesadas, permiten estudiar la propagación radio en 
el entorno en un sistema de telecomunicaciones, y determinar cómo afectará 
la atenuación a la señal. Para el procesado de datos se ha utilizado la 
aplicación Campaign para MATLAB, facilitada por el director del presente TFG. 
El proyecto está estructurado de la siguiente manera: 
 
 Explicación de la propagación radio y su estudio mediante los modelos 
de propagación, para lograr caracterizar la atenuación que sufren las 
ondas electromagnéticas en un medio concreto. Introducción a las 
campañas de medidas y explicación del criterio de Lee, esencial para 
llevar a cabo un estudio correcto. En esta parte también se explica el 
concepto de ajuste de los modelos para adaptarlos a entornos 
concretos, además de la generación de modelos nuevos, que es lo que 
se realizará mediante los datos obtenidos por la aplicación que se ha 
desarrollado para demostrar su funcionamiento. 
 Desarrollo de la aplicación para realizar las medidas. Este es el capítulo 
más extenso, ya que comprende la mayor parte del trabajo realizado. 
Además de los principios teóricos en los que se ha basado la 
herramienta, narra desde las primeras pruebas hasta la obtención de 
una aplicación final completamente funcional, detallando el código y el 
funcionamiento de aquellas funciones más relevantes. El código de la 
aplicación final se encuentra en el anexo debido a su extensión. 
 Resumen de la aplicación Campaign y de las características más 
relevantes para el proyecto. También se explican las modificaciones 
que se han realizado para interpretar los datos extraídos por la 
herramienta desarrollada. 
 Presentación de los resultados obtenidos después de procesar con 
Campaign las medidas realizadas, y se muestra la generación de un 
nuevo modelo de propagación para cada frecuencia. 
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The goal of this project has been the development of an application in MATLAB 
which allows to collect georeferenced signal power measurements. These 
measurements, properly processed, allow to study the radio propagation in the 
environment in a telecommunications system, and to determine how 
attenuation will impact to the signal. For the data processing, the Campaign 
application for MATLAB, given by the director of the present TFG, has been 
used. The project is structured as follows: 
 
 Explanation of radio propagation and its study using propagation 
models, in order to characterize the attenuation of electromagnetic 
waves in a specific medium. Introduction to the measurement 
campaigns and explanation of Lee's criterion, essential to carry out a 
correct study. This part also explains the concept of adjustment of the 
models to adapt them to specific environments, in addition to the 
generation of new models, which is what will be done through the data 
obtained by the application that has been developed to demonstrate its 
performance. 
 Development of the application to carry out the measures. This is the 
longest chapter, as it comprises most of the work done. In addition to 
the theoretical principles on which the tool was based, it narrates from 
the first tests to the attainment of a fully functional final application, 
detailing the code and the operation of those most relevant functions. 
The final application code annexed because of its extension. 
 Summary of the Campaign application and the most relevant 
characteristics for the project. The modifications that have been made 
to interpret the data extracted by the developed tool are located here 
too. 
 Presentation of the results obtained after processing the measurements 
with Campaign, and the generation of a new propagation model for each 
frequency. 
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Este proyecto trata sobre el desarrollo de una herramienta de drive-testing para 
realizar un estudio de la propagación radio en el entorno del campus de la 
Universidad.  
 
Esta práctica, como se explica más adelante, es uno de los pasos más 
importantes en el momento de diseñar un sistema de comunicaciones 
inalámbricas, ya que gracias a ella es posible conocer la atenuación que sufrirá 
la señal en el momento de propagarse a lo largo del terreno estudiado, y por lo 
tanto se podrá realizar una implementación del servicio adecuada para ese 
entorno. En la actualidad, donde las suscripciones a los servicios de datos 
móviles están creciendo exponencialmente y donde se están desplegando cada 
vez más las redes WCDMA/HSPA y LTE, las operadoras de telefonía móvil 
realizan exhaustivos análisis de los entornos en los cuales van a desplegar la 
red con tal de ofrecer la mejor calidad de servicio, con lo cual se convierte en 
fundamental conocer esta atenuación con la mayor precisión posible.  
 
El estudio se basa en realizar lo que se denomina una campaña de medidas, 
que es la lectura y obtención de los niveles de potencia de una señal a cierta 
distancia del punto donde se genera la misma. Estas medidas deben ir 
referenciadas geográficamente para poder observar cómo varía el nivel de 
potencia recibido según el punto en el que se encuentre el receptor. También 
deben referenciarse al momento exacto en el que se han tomado para ver la 
evolución del nivel de potencia respecto al tiempo que dure la campaña. Estas 
medidas posteriormente se procesan con tal de obtener la variación de la 
atenuación respecto a la distancia y respecto al tiempo para el terreno donde se 
han realizado 
 
La herramienta a desarrollar propuesta debe ser, por lo tanto, capaz de realizar 
la tarea de obtener medidas de potencia georreferenciadas a diferentes 
frecuencias. Se ha seleccionado un rango de frecuencias que va desde los 
144 MHz hasta los 3500 MHz, debido en parte a que este rango comprende la 
mayoría de bandas frecuenciales de uso comercial, pero también a las 
limitaciones de algunos de los materiales que se han utilizado en el proyecto, tal 
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CAPÍTULO 1. NOCIONES TEÓRICAS 
 
1.1   La predicción de las pérdidas por propagación 
 
1.1.1 Introducción a la propagación radio 
 
En la actualidad, el mercado de las telecomunicaciones se ha vuelto un ámbito 
muy competitivo, observándose un considerable crecimiento de éste debido a la 
gran demanda de datos móviles que ha habido en los últimos años. Esta 
demanda viene propulsada en mayor parte por el consumo multimedia, que cada 
vez se da en dispositivos más capaces respecto al tamaño de pantalla y 
resolución. Tan sólo en los próximos tres años se espera que el consumo de 
datos móviles sea diez veces superior respecto al que existe en la actualidad.  
 
Las operadoras de telefonía móvil trabajan en mejorar la capacidad las redes 
con el objetivo de ofrecer cierta calidad de experiencia a los suscriptores (en 
inglés quality of experience, QoS) y satisfacer la demanda de datos móviles 
debido a este crecimiento, siempre cumpliendo la relación coste – eficiencia. 
Para poder lograr este objetivo, tienen que tener una visión clara del estado del 
escenario donde se realiza el despliegue de la red o la mejora de la ya existente, 
y para ello uno de los pasos más importantes a realizar es el estudio de la 
propagación radio en el entorno mediante las campañas de medidas. 
 
Hacer una predicción de la propagación permite conocer la atenuación que 
sufrirán las ondas electromagnéticas debida a un elevado número de factores 
como la distancia entre el emisor y el receptor, la frecuencia a la que nos 
encontremos, las condiciones meteorológicas, el estado o la elevación del 
terrero, etc., aunque estos son demasiados como para poder predecirla con 
exactitud. Para poder realizar el estudio del comportamiento de la propagación 
radio en un entorno de manera lo más precisa posible, se han desarrollado los 
modelos de propagación. Estos modelos predicen estadísticamente la 
atenuación que se dará entre un transmisor y un receptor, que viene 
caracterizada por tres factores clave: la atenuación debida a la distancia entre 
ambos puntos, el long-term fading o desvanecimientos a largo plazo (también 
LTF) y el short term fading o desvanecimientos profundos (llamado también 
STF).  
 
El long-term fading se entiende como la envolvente de la señal total de fading. 
También puede interpretarse como la media local de las pérdidas introducidas 
por el canal radio en cada punto. Esta parte viene determinada por la 
configuración del terreno comprendido entre la estación base (emisor) i la unidad 
móvil (receptor). Las fluctuaciones debidas a las zonas de sombra radioeléctrica 
presentan una estadística log-normal de media cero y una desviación típica que 
dependerá del entorno. 
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El short term fading, en cambio, está formado por las reflexiones multicamino de 
los elementos no naturales que se encuentran entre el emisor y el receptor. En 
otras ocasiones estas reflexiones también pueden venir dadas por elementos 
naturales del terreno que envuelvan al receptor, como por ejemplo un bosque. 
Existen tres grandes grupos para clasificar los modelos de propagación: 
 
El primero es el grupo de los modelos deterministas. Estos modelos son 
puramente analíticos, y se basan en el trazado de rayos y el cálculo de todas sus 
trayectorias posibles mediante la óptica geométrica y la teoría uniforme de la 
refracción. La señal recibida en el punto del receptor será la suma de todas las 
componentes. Estos modelos suelen utilizarse en entornos indoor, ya que 
caracterizar todos los obstáculos en el exterior es muy difícil y requiere un coste 
computacional elevado.  
 
El siguiente grupo es el de los modelos empíricos, que, al contrario de los 
deterministas, se trata de modelos obtenidos experimentalmente. Requieren un 
coste computacional mucho más bajo que los anteriores, pero están lejos de ser 
tan precisos como los modelos analíticos. Se obtienen a partir de las campañas 
de medidas. 
 
Por último, existe el grupo de los modelos semi-empíricos, que son modelos 
analíticos ligeramente corregidos mediante campañas de medidas reales, y que 
ofrecen un equilibrio entre los dos anteriores respecto al coste computacional y 
la precisión. 
 
Las campañas de medidas se realizan con el objetivo de acotar los modelos de 
propagación a las características del entorno de interés, ya que éstos siempre 
tienen un margen de error de varias unidades de dB al no estar adaptados 
específicamente para cada entorno. Es importante calibrar adecuadamente el 
equipo para caracterizar cualquier otra pérdida que pueda venir ocasionada por 
el mismo. 
 
El objetivo final de los modelos de propagación es eliminar los efectos del short 
term fading, ya que entonces se podrá estimar la media local de las pérdidas del 
canal debidas al entorno sin tener en cuenta aquellas pérdidas introducidas por 
la reflexión multicamino. Para filtrar los desvanecimientos por multicamino, las 
campañas de medidas que se realizan para acotar el modelo deben cumplir el 
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Modelos de propagación clásicos 
 
El modelo de propagación que se utilice para estudiar las pérdidas en un sistema 
de telecomunicaciones dependerá en gran parte del tipo de entorno en el que se 
quiere realizar dicho estudio y de la frecuencia. Estos son algunos ejemplos de 
modelos aplicables teniendo en cuenta estos criterios: 
 
 





Frecuencia (MHz) Distancia 
(Kilómetros) 
Área aplicable 
Okumura-Hata 150 – 1500 1 – 20 Ciudades pequeñas 
y pueblos 
CCIR 150 – 1500 1 – 20 Ciudades pequeñas 
y pueblos 
Cost231-Hata 1500 – 2000 1 – 20 Ciudades y 
suburbios 
Cost231-WIM 800 – 2000 0.02 – 5 Ciudades 
 
 
En concreto, el modelo Cost231-Hata (cuya frecuencia es cercana a la de los 
sistemas 3G) es el más utilizado en las ciudades con grandes celdas radio, 
debido a que añade un parámetro de ajuste que permite adaptarlo a diferentes 
tipos de ciudad. 
 
 
Ajustes de los modelos de propagación 
 
Tal y como se ha mencionado anteriormente, uno de los objetivos de las 
campañas de medidas es ajustar ciertos parámetros los modelos de propagación 
existentes a las características del entorno en el que se va a realizar el estudio 
(tal y como permite el modelo Cost231-Hata). Este proceso consta de tres partes: 
la preparación del entorno de trabajo, la realización de un test de onda continua 
y el procesado de los datos obtenidos en la campaña. 
 
En la fase de preparación es importante realizar una correcta calibración de los 
materiales que se van a utilizar para conocer el efecto de atenuación que 
introducen en el montaje. También es vital tener en cuenta cierta información 
geográfica como por ejemplo el tipo de terreno y su altura, ya que estos afectan 
directamente a la propagación radio. 
  
Estos materiales constan de un equipo de transmisión formado por un generador 
de señal de alta frecuencia y una antena transmisora, además de un equipo de 
recepción que cuenta con un analizador de espectros, un sistema de 
posicionamiento global (comúnmente conocido como GPS), una antena 
receptora y el software de procesado de datos instalado en un equipo portátil. 
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El test de onda continua, que es la parte de la campaña de medidas donde se 
van a obtener los datos, se debe realizar siguiendo el Criterio de Lee, que permite 
conocer la velocidad de desplazamiento según la velocidad de 
muestreo a la cual se debe viajar si se desea una diferencia máxima de 1 dB 
entre los datos obtenidos y la media local. 
 
Una vez finalizado el test hay que analizar los datos para poder ajustar los 
parámetros del modelo mediante herramientas de planificación, que además de 
los datos obtenidos tendrán en cuenta los efectos introducidos por los materiales 




Generación de nuevos modelos 
 
Además del ajuste de modelos de propagación, las campañas de medidas 
pueden servir para crear nuevos modelos que se adapten específicamente a 
cada entorno. Esto se consigue mediante técnicas de regresión lineal, que se 
basan en la dependencia lineal que existe entre la atenuación y el logaritmo de 
la distancia recorrida. 
Esta dependencia se expresa siguiendo la ecuación de una recta: 
 




 L es la atenuación en dB. 
 𝛽 es la ordenada en el origen. Representa la atenuación a una distancia 
de 1 m, que es donde el logaritmo tiene valor cero, y suele tener un valor 
conocido. 
 𝛼′, que es equivalente a 10𝛼, es la pendiente de la recta. Se denomina 
también coeficiente de pérdidas con la distancia, e indica cuán rápido 
aumenta la atenuación respecto a esta. 
 
En la generación de un nuevo modelo, se pretende encontrar la recta de 
regresión que mejor se adapte a los datos obtenidos en la campaña y de acuerdo 
a un criterio de error cuadrático medio mínimo (o error rms, root mean square en 
inglés). 
 
Esta técnica eleva el error medio al cuadrado para hacerlo siempre positivo, ya 
que de otro modo se podrían compensar los errores positivos con los negativos, 
resultando en un error medio cero y por lo tanto en una predicción incorrecta.  
Para recuperar el promedio correcto y eliminar el carácter cuadrático del error 
entre la medida y la predicción, se hace la raíz cuadrada al error calculado. 




𝐿 (dB) = 𝛽 (dB) + 𝛼′ · log10 𝑑 (m) 







 𝐿𝑖 es la predicción. 
 𝑚𝑖 es la medida real. 
 M es el número total de medidas. 
 







Expresión que se puede derivar respecto a 𝛼 y 𝛽 e igualar a cero, minimizando 























 ?̅? es el valor medio de las medidas. 
 𝑚 · log10 𝑑 (m)̅̅ ̅̅ ̅̅ ̅̅ ̅̅ ̅̅ ̅̅ ̅̅ ̅̅ ̅ es la media del producto de cada medida con su distancia. 
 ?̅? · log10 𝑑 (m)̅̅ ̅̅ ̅̅ ̅̅ ̅̅ ̅̅ ̅̅ ̅ es el producto de la media de las medidas con la media de 
las distancias. 
 log10
2𝑑(m)̅̅ ̅̅ ̅̅ ̅̅ ̅̅ ̅̅ ̅̅ ̅ es el valor medio de cada logaritmo de la distancia al 
cuadrado. 
 (log10 𝑑 (m)̅̅ ̅̅ ̅̅ ̅̅ ̅̅ ̅̅ ̅̅ ̅)
































𝛽 = ?̅? − 𝛼′ · log10 𝑑 (m)̅̅ ̅̅ ̅̅ ̅̅ ̅̅ ̅̅ ̅̅ ̅ 
𝛼′ =
𝑚 · log10 𝑑 (m)̅̅ ̅̅ ̅̅ ̅̅ ̅̅ ̅̅ ̅̅ ̅̅ ̅̅ ̅  −  ?̅? · log10 𝑑 (m)̅̅ ̅̅ ̅̅ ̅̅ ̅̅ ̅̅ ̅̅ ̅
log10
2𝑑(m)̅̅ ̅̅ ̅̅ ̅̅ ̅̅ ̅̅ ̅̅ ̅ − (log10 𝑑 (m)̅̅ ̅̅ ̅̅ ̅̅ ̅̅ ̅̅ ̅̅ ̅)2
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1.1.2. Introducción al Criterio de Lee 
 
Estudiar las pérdidas por propagación puede ser complicado debido a los 
diferentes elementos del medio: terrenos, edificios, el propio clima, etcétera. Con 
tal de superar estas dificultades en el momento de realizar una campaña de 
medidas, William C.Y. Lee propone un criterio para caracterizar la media local de 
la señal medida filtrando los efectos del multicamino. El primero dato que se ha 
de obtener es el número de muestras necesario para poder realizarlo, mediante 
los siguientes cálculos teóricos.  
 
1.1.3. Cálculo teórico del número de muestras 
 
Para obtener datos correctos de las pérdidas mencionadas anteriormente, hay 
que especificar una longitud espacial L que no sea demasiado corta, ya que el 
short term fading afectaría a las medidas realizadas, ni demasiado extensa para 
que no se obvie el efecto de la variación del terreno (long term fading). Dicha 
longitud debe ser determinada con tal de que la media local tenga un intervalo 
de 1 dB con un grado de confianza del 90% respecto al valor calculado. 
 
En la siguiente tabla están representadas las medias locales que se obtienen a 
partir de ciertos valores de longitud: 
 
Tabla 1.2. Resultados de cálculo de la media local. 
 
2L 𝝈?̂? 𝟏𝝈?̂?𝒔𝒑𝒓𝒆𝒂𝒅 
5 0.165 3 
10 0.122 2.1 
20 0.09 1.56 
40 0.06 1 
 
 
En la tabla observamos que para 40λ, el intervalo obtenido es de 1 dB, que es el 
















Fig. 1.1 Obteniendo la media local. 
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Por último, quedará por decidir cuál es el número de muestras que se tomarán 
en esa longitud para procesar los datos analógicos. La auto correlación 
experimental ha mostrado que se requiere una separación de 0.8λ entre dos 
muestras adyacentes para lograr un coeficiente de correlación menor que 0.2, 
de tal manera que se necesitarían 50 muestras para representar esa longitud 
40λ de manera digital. Aun así, un total de 36 muestras para un intervalo de 40λ 
ya es suficiente para cumplir con el criterio y así eliminar los desvanecimientos 
rápidos. 
 
1.1.4. Cálculo de las velocidades 
 
Primero hay que particularizar el criterio para encontrar la longitud del recorrido 
que se ha mencionado anteriormente teniendo en cuenta que se deben tomar 36 




). A continuación, aplicamos el criterio 40 λ para calcular el 
intervalo espacial. Por último, haciendo: 
 
                                                                                           
                                                                                      (1.8)  
 
 
Obtendremos cada cuántos metros se debe tomar una muestra. 
Aplicando lo mencionado, obtenemos para ciertas frecuencias: 
 




𝜆 (m) 40𝜆 (m) Metros / Muestra 
200 1.5 60 1.6 
400 0.75 30 0.83 
600 0.5 20 0.5 
800 0.375 15 0.416 
1000 0.3 12 0.3 
1200 0.25 10 0.27 
1400 0.214 8.56 0.237 
1600 0.1875 7.5 0.208 
1800 0.166 6.65 0.1875 
2000 0.15 6 0.166 
2200 0.136 5.44 0.151 
2400 0.125 5 0.138 
2600 0.115 4.6 0.127 
2800 0.10714 4.285 0.119 
3000 0.1 4 0.111 
3200 0.0937 3.75 0.104 
3400 0.0882 3.53 0.098 
3600 0.083 3.32 0.092 
3800 0.07894 3.1577 0.0877 
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Tras calcular el intervalo espacial, se debe especificar la velocidad a la cual se 
debe ir, dependiendo de la frecuencia de muestreo con la cual se está 
trabajando.  
 
Ya que el dispositivo que se ha utilizado para el sistema de posicionamiento 
global (más conocido por sus siglas en inglés por Global Positioning System, a 
partir de ahora GPS) funciona a 10 Hz (consultar capítulo de Materiales en el 
Anexo), y debe ir sincronizado con las medidas que se tomen, se usará esa 
frecuencia de muestreo para calcular la velocidad junto con los resultados de 
una de las frecuencias anteriores (2600 MHz, una de las bandas empleadas 











El equipo entonces debe ser capaz de tomar las medidas a 10 Hz (es decir, 10 
muestras en un segundo). Al mirar el manual del analizador de funciones que se 
utilizará para realizar las medidas (consultar en el capítulo de Materiales en el 
Anexo), se observa que el tiempo de barrido (más conocido en inglés como 
Sweep Time), factor explicado más adelante, (además de las características que 
lo condicionan) o tiempo de escaneo va desde los 0.05 ms hasta los 4294 s, es 
decir que en principio es capaz de cumplir el criterio de Lee siempre que el ancho 
de banda seleccionado sea relativamente grande. 
 
El problema que se ha encontrado, detallado en el capítulo de trabajo en 
MATLAB, ha sido que pese a ser capaz de hacer los barridos para tomar las 
medidas en el tiempo necesario, en el momento de enviar 10 muestras a un PC 
para procesarlas tarda una media de 1.7 segundos, con lo cual tendremos una 
velocidad de muestreo menor que el del GPS y se deberá ir más despacio para 
cumplir el criterio de Lee y poder sincronizar bien las medidas. 
 
Un tiempo de 1.7 segundos en recibir y procesar 10 muestras, implica una 
velocidad de muestreo aproximada de 6 Hz. 
 
Con una velocidad de muestreo aproximada de 6 Hz: 
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Cálculo de las velocidades para el criterio de Lee 
 
Como se ha explicado anteriormente, para que los resultados de la campaña de 
medidas estén libres del efecto del STF es necesario que se cumpla el criterio 
de Lee a la hora de medir. Para ello, no habrá que rebasar cierta velocidad 
máxima de desplazamiento, la cual dependerá de la frecuencia a la que estemos 
midiendo. Por debajo de dicha velocidad cualquier valor cumple el criterio. 
 
Las velocidades superiores a 2,7 km (que son las correspondientes a las 
frecuencias más bajas) quedarán limitadas por este factor, ya que es la velocidad 
de muestreo máxima del analizador de espectros y actúa como factor limitante. 
 
A continuación, se muestran los cálculos de velocidades para las distintas 
frecuencias, aplicando el criterio del capítulo anterior. 
 
Estas frecuencias vienen determinadas por las antenas que se utilizarán más 





Se trata de una antena vertical omnidireccional con las siguientes bandas de 
frecuencia: 
 
 824 a 960 MHz 
 1710 a 1990 MHz 

























= 0,353 m 
Intervalo espacial  40λ = 40 · 0,353 m = 14,12 m 
Velocidad de desplazamiento Lee:  
6 muestras
s
· 0,392 m = 2,352 
m
s









= 0,392 m 
Nociones teóricas  11 
 
 





Se trata de una antena vertical omnidireccional con las siguientes bandas de 
frecuencia: 
 
 2,4 a 2,48 GHz 
 4,9 a 5,9 GHz 
 Ganancia: 3 dBi 
 






















Frecuencia 𝜆 = c/f Intervalo espacial 
40𝜆 
Intervalo espacial / 




950 MHz 0,316 m 12,63 m 0,351 m 7,58 km/h 
1720 MHz 0,174 m 6,976 m 0,194 m 4,19 km/h 
1980 MHz 0,151 m 6,061 m 0,168 m 3,62 km/h 
Frecuencia 𝜆 = c/f Intervalo espacial 
40𝜆 
Intervalo espacial / 




4,9 GHz 0,061 m 2,449 m 0,068 m 1,46 km/h 







= 0,125 m 
Intervalo espacial  40λ = 40 · 0,125 m = 5 m 
Velocidad de desplazamiento Lee:  
6 muestras
s
· 0,139 m = 0,834 
m
s









= 0,139 m 








 144 MHz 
 430 MHz 
 1200 MHz 





























Frecuencia 𝜆 = c/f Intervalo espacial 
40𝜆 
Intervalo espacial / 




430 MHz 0,698 m 27,907 m 0,775 m 16,74 km/h 







= 2,083 m 
Intervalo espacial  40λ = 40 · 2,083 m = 83,333 m 
Velocidad de desplazamiento Lee:  
6 muestras
s
· 2,315 m = 13,89 
m
s









= 2,315 m 
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CAPÍTULO 2. DESARROLLO DE LA APLICACIÓN 
 
2.1. Trabajo en Matlab 
2.1.1. Introducción al objetivo 
Para llevar a cabo la parte experimental del proyecto y realizar las campañas de 
medidas, se ha desarrollado una herramienta de drive testing en MATLAB capaz 
de comunicarse con cualquier instrumento compatible con el protocolo VISA y 
los comandos SCPI. Debido a que el estudio requiere que las muestras estén 
georreferenciadas, la herramienta posee también la capacidad de conexión con 
cualquier dispositivo GPS del mercado compatible con la tecnología Bluetooth.  
 
El desarrollo de esta herramienta es la parte más importante de este proyecto, 
ya que su creación ha supuesto la mayor parte del tiempo, debido en parte al 
aprendizaje autónomo que ha supuesto y a la superación de los diferentes 
problemas de implementación y compatibilidad que han ido surgiendo. Además, 
en cada paso se ha cuidado que sea lo suficientemente óptima para realizar las 
medidas sin dejar de cumplir el criterio de Lee a las distintas velocidades 
mínimas calculadas previamente. El resultado es una aplicación de carácter 
universal, compatible con la mayoría de dispositivos del mercado y fácilmente 
adaptable a cualquier tipo de campaña de medidas, debido a su bajo coste 
computacional. 
 
A continuación, se explicará el desarrollo de la aplicación dividido en capítulos 
que corresponden a las funciones más importantes de la misma. En un capítulo 
final se detallan otras funciones útiles, aunque no vitales que se han ido 
añadiendo durante el proceso. 
 
 
2.1.2. VISA y comandos SCPI 
2.1.2.1. Introducción 
 
Antes de comenzar con la explicación del desarrollo de la herramienta de drive 
testing, es necesario introducir los conceptos teóricos sobre los cuales se asienta 
la aplicación. El primero que se expondrá es el de protocolo VISA, en el cual se 
basa la comunicación entre el PC (y por ende la aplicación en MATLAB) con los 
instrumentos de medida. A través de este protocolo, se enviarán los comandos  
SCPI, que se encargan de enviar órdenes al dispositivo, órdenes que pueden 
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2.1.2.2. Virtual Instrument Software Architecture 
 
VISA (o Virtual Instrument Software Architecture) es una API I/O para el testeo y 
medida, que comunica instrumentos (además de otros dispositivos) a través de 
un PC.  
Incluye especificaciones para comunicar con los instrumentos a través de 
interfaces tales como GPIB y VXI, aunque también soporta otras como por 
ejemplo el USB. 
 
Nació en base a una necesidad de los fabricantes/vendedores de productos VXI 
(conocidos como VXIplug & Play Alliance), ya que este era el estándar utilizado 
en el momento para la instrumentación modular. El problema principal era que 
los desarrolladores de aplicaciones de control se encontraban con una barrera: 
la imposibilidad de la interoperabilidad entre instrumentos de diferentes 
vendedores. Los programas no podían ser portados de una plataforma 
desarrollada por un fabricante en concreto a otra, y esto perjudicaba mucho en 





Fig. 2.1 VISA y su relación con estándares ATE. 
 
 
En definitiva: VISA tiene como principal objetivo garantizar la interoperabilidad 
(en referencia al uso de aplicaciones) entre instrumentos de distintos fabricantes. 
Entre sus ventajas, la principal es que consigue realizar las mismas operaciones 
para comunicar con los instrumentos sin importar el tipo de interfaz que estén 
usando (mismos comandos para Serial, USB, GPIB…), con lo cual sólo es 
necesario aprender un lenguaje a la hora de desarrollar programas. 
 
Establece un entorno sólido y robusto (tanto para hardware como para software) 
para la instrumentación virtual, y permite a los usuarios portar sus aplicaciones 
entre distintas herramientas (como el control de los instrumentos). Lo hace 
definiendo sus propios tipos de datos, eliminando problemas como podría ser la 
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diferencia de tamaño de un integer entre una plataforma u otra. Por ejemplo, una 
aplicación LabView en VISA puede ser portada a otra plataforma que soporte 





Fig. 2.2 Application Layer. 
 
2.1.2.3. Descripción de los comandos SCPI 
 
Los comandos SCPI se envían al analizador mediante el controlador VISA 
descrito anteriormente, a través de una interface USB o Ethernet (para las 
pruebas se ha escogido siempre una conexión USB). National Instruments 
ofrece la posibilidad de descarga de los drivers NI-VISA para las comunicaciones 
entre instrumentos del analizador de espectros (entre otros) y PC en la siguiente 
web: http://www.ni.com/visa/ 
 
SCPI define un set de comandos de programación estándar para que la 
aplicación sea compatible con cualquier instrumento que soporte SCPI (el núcleo 
del concepto VISA), además de definir también mensajes y su formato y las 
respuestas de los instrumentos. Estos mensajes hacen que el dispositivo ejecute 
tareas específicas deseadas. Hay tres tipos de comandos: 
 
1. Comandos Comunes 
2. Comandos Requeridos 
3. Comandos Opcionales 
Los comandos comunes están definidos en el IEEE 488.2 y deben estar 
implementados en todos los instrumentos compatibles con SCPI. Se usan para 
controlar los registros de estado del instrumento, la sincronización, etc. 
 
Dos ejemplos de estos comandos: 
 
 *IDN? -> Devuelve la información básica del dispositivo tal como el 
fabricante, número de serie, firmware… 
 *RST -> Reestablece el estado inicial de los parámetros de la 
aplicación y algunos de los valores de fábrica del instrumento: 
configuración Ethernet, idioma, volumen y brillo 
Los comandos requeridos son comandos de evaluación del sistema. 
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Por último, los comandos opcionales, son los comandos de control de la mayoría 
de funciones programables del instrumento. Los comandos de subsistema 
controlan todas las funciones del instrumento y algunas de propósitos concretos. 
El nombre puede ser una mezcla de caracteres en mayúscula y en minúscula y 




Aunque pueden ser utilizados teniendo en cuento únicamente las mayúsculas, o 




Esta forma corta suele ser formada por las primeras cuatro letras del comando, 
a excepción de algunos casos en que la forma larga sea más grande que cuatro 
caracteres y el cuarto sea una vocal, caso en el cual sólo se tienen en cuanta las 
tres primeras letras: 
 
:POWer -> :POW 
 








Los comandos SCPI, a excepción de los comunes, se organizan en una 
estructura jerárquica en forma de árbol invertido (Command Tree en el estándar). 
Los comandos que corresponden a las funciones de control más importantes 





Fig. 2.3 Comandos root. 
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Cada uno de estos comandos (a excepción del comando :ABORt) tiene uno o 





Fig. 2.4 Subcomandos SCPI. 
 
 
En la mayoría de los comandos se puede observar que existe el mismo, pero 
con un interrogante al final. Reciben el nombre de query commands, y cuando 
estos se envían el valor del parámetro asociado a ese comando se recibe y se 




Esta query devolvería el valor del eje Y en el marcador, y lo guardaría en dicho 
búfer a la espera de ser procesado. 
 
Uso del analizador de espectros Anritsu MS2034A 
 
Para el desarrollo de la aplicación en MATLAB se ha utilizado el modo de 
analizador de espectros del Anritsu MS2034A, que se encuentra detallado en el 
capítulo de Materiales. Este analizador de espectros se ha utilizado también para 
fases posteriores del proyecto. 
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La conexión con MATLAB se realiza mediante protocolo VISA y se controla a 
través de los comandos SCPI. Para la fase de desarrollo de la aplicación, las 
variables de configuración que se modificarán del instrumento son las 
frecuencias inicial, final y central, además de la posición de los marcadores que 
el analizador permite definir.  
 
2.1.3 Primera fase del desarrollo: Obtención de medidas de potencia 
del analizador 
 
La primera fase de la parte experimental del proyecto ha sido tratar de lograr 
comunicación directa entre el PC y el analizador de espectros mediante los 
comandos SCPI, comunicación que funciona bajo el protocolo VISA. Para que 
MATLAB pueda trabajar con dicho protocolo, es necesario instalar un Support-
Package llamado NI-VISA Support from Instrument Control Toolbox, paquete 
que se puede encontrar en el repositorio oficial de MathWorks. 
 
Se ha configurado el analizador de espectros en modo Spectrum Analyzer y se 
ha conectado al PC mediante un cable adaptador USB de tipo A a tipo Mini B. 
La conexión a través de MATLAB por VISA se realiza exactamente igual que en 
el caso de las conexiones serial (una vez instalado el add-on). Así pues, el primer 
paso ha sido crear el objeto para el puerto VISA para después conectarlo con el 
instrumento.  
Para crear dicho objeto se requiere del ID de dispositivo, dato que se puede 
conseguir listando todos los dispositivos VISA conectados gracias a la función 
instrhwinfo de MATLAB. 
Así pues, un primer borrador de conexión con el dispositivo ha sido el siguiente: 
 
visaPorts = instrhwinfo('visa','ni'); 
 
Que devuelve una lista de dispositivo compatibles con VISA conectados con su 










Hasta este punto, ya se había conseguido obtener una función completa de 
conexión al dispositivo, pero con un evidente hándicap: únicamente es capaz de 
conectar con el dispositivo que se le pasa como argumento manualmente. Este 
problema se ha solucionado en una versión final de la aplicación completa, como 
se podrá observar en capítulos posteriores. 
 
El siguiente paso tras lograr una conexión correcta ha sido tratar de enviar 
comandos que manipulen la configuración del modo Spectrum Analyzer del 
analizador. Teniendo en cuenta que las variables más importantes en una 
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campaña de medidas son la frecuencia a la que se mide y el span que se está 
utilizando, éstas han sido el primer objetivo a realizar. 
 
Se han implementado dos maneras de configurar la medición teniendo en cuenta 
estas dos variables. La primera lo que permite es establecer las frecuencias, 
inicial (Start Frequency) y final (Stop Frequency) tal y como se muestran en el 
analizador de espectros, para después colocar un marcador en la frecuencia de 
interés. Esto permite observar las posibles señales a frecuencias adyacentes.  
También es posible manipular la frecuencia central (Central Frequency) por si se 
desea centrar manualmente la imagen.  
 
La segunda, en caso de que queramos tener la frecuencia de interés centrada 
en pantalla automáticamente o realizar el procedimiento de manera más sencilla, 
es establecer primero una frecuencia central (con su marcador) y después el 
span, con lo cual en esta ocasión harán falta únicamente dos comandos SCPI 
distintos para configurar correctamente el dispositivo. La aplicación contempla 
ambas posibilidades con el objetivo de ofrecer las máximas posibilidades a gusto 
del usuario. 
 
En ambos casos se observa que hará falta la manipulación de un marcador, ya 
que se ha diseñado la aplicación de manera que la petición vaya dirigida a la 
posición en la que se encuentre, debido a un comando concreto SCPI que lo 
hace posible. En otras palabras, el marcador es la frecuencia a la cual se va a 
medir la potencia. 
Para la primera opción de configuración los comandos SCPI que se han utilizado 
han sido los que se encuentran a continuación: 
 
':SENS:FREQ:STAR A MHz ' donde A es la frecuencia inicial. 
':SENS:FREQ:STOP B MHz ' donde B es la frecuencia final. 
':SENS:FREQ:CENT C MHz ' donde C es la frecuencia central. 
Marcador: ':CALC:MARK:X Z MHz ' donde Z es la frecuencia de interés. 
 
Por otra parte, para configurar el span, el comando es: 
 
Span: ':SENS:FREQ:SPAN D MHz ' donde D es el span deseado. 
 
Una vez localizados y comprendidos los comandos necesarios para el primer 
objetivo de manipular la configuración, el siguiente paso ha sido lograr enviarlos 
al instrumento de manera que éste los entienda. Ya que la conexión a través de 
VISA de MATLAB funciona de manera similar a una conexión serial estándar, se 
ha hecho uso de la función “fwrite” para “escribir” datos en el analizador, sólo 
que en este caso los datos han sido los propios comandos SCPI. 
Se ha realizado una primera prueba manual con los siguientes comandos para 
establecer una frecuencia central de 500 MHz, un span de 100 MHz y un 
marcador en la propia frecuencia central: 
 
fwrite(anritsu,':SENS:FREQ:CENT 500 MHZ'); 
fwrite(anritsu,':SENS:FREQ:SPAN 100 MHZ'); 
fwrite(anritsu,':CALC:MARK:X 500 MHZ'); 
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Fig. 2.5 Configuración analizador de espectros a través de MATLAB. 
 
 
Con lo cual se demuestra que es posible manipular la configuración del 
analizador de espectros a través de los comandos SCPI utilizando el MATLAB 
para ello. 
 
Hasta este punto aún no se ha realizado ninguna lectura de potencia en sí 
misma, más allá de cambiar los parámetros del instrumento. Haciendo referencia 
al anterior capítulo acerca de los comandos SCPI, se puede realizar una consulta 
a la posición de un marcador añadiendo un interrogante al final del mismo 
comando. Teniendo en cuenta que el analizador muestra en el eje X las 





El instrumento devuelve entonces el nivel de potencia en el instante de tiempo 
en el cual ha recibido el comando. MATLAB almacenará dicho dato en un buffer 
temporal que debe ser leído y guardado en una variable aparte siempre que se 
desee conservarlo, ya que otra nueva lectura sobrescribiría la actual en el buffer. 
Para ello se utiliza la función “fscanf” de la siguiente forma: 
 





Creando un string que contiene el valor de la potencia. Del mismo modo que con 
la ID del analizador, las frecuencias también se deben introducir manualmente 
en el comando SCPI, de manera que en este punto aún es necesario editar el 
código a mano cambiando el valor de la misma. Esto también se soluciona en 
las versiones finales de la aplicación. 
 
Si ejecutamos la función final que reúne todo lo anterior, se obtiene 
satisfactoriamente una medida de potencia tomada por el analizador de 









Con lo cual, en este punto, queda demostrado que se pueden ejecutar medidas 
con un correcto uso de los comandos SCPI a través de MATLAB, y manipular 
los datos que se han obtenido.  
 
El siguiente paso ha sido automatizar este proceso con el objetivo de tomar 
muestras continuas, almacenando en una matriz los resultados.  
 





    fwrite(anritsu,':CALC:MARK:Y?'); 
    p=fscanf(anritsu,'%s'); 
    potencias(i, 1)=str2double(p); 
    i=i+1; 
end 
 
Que consigue almacenar las muestras correctamente. Aun así, hay que tener en 
cuenta la velocidad a la cual lo hace, ya que será un factor decisivo como se 
explica a continuación. 
 
2.1.4 Primera fase del desarrollo: Velocidad de obtención de medidas 
del analizador 
 
En este punto del proyecto se presentaban dos problemas: el primero es que el 
número de iteraciones establecido del bucle limita el número de muestras, y el 
segundo es que debido al coste computacional que supone enviar e interpretar 
los comandos SCPI se consume una cantidad de tiempo considerable. Más 
adelante, las medidas que se tomen deberán estar georreferenciadas, con lo 
cual se hará necesario el uso de un dispositivo GPS. Este dispositivo funciona a 
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10 Hz, es decir, envía 10 medidas de latitud y longitud en un segundo, medidas 
que tendrán que sincronizarse con las tomadas por el analizador de espectros. 
Es vital entonces determinar qué dispositivo es el limitante en cuestiones de 
frecuencia de muestreo.  
 
En el capítulo 1.1.4 de Cálculo de velocidades, se ha tomado una frecuencia 
de muestreo de 6 Hz para el analizador, estableciéndolo como claro factor 
limitador. Esto se debe a que experimentalmente el analizador tarda una media 
de 1,7 segundos en realizar 10 muestras tal y como se demuestra a continuación 




    fwrite(anritsu,':CALC:MARK:Y?'); 
    p=fscanf(anritsu,'%s'); 




Dando como resultado: 
 
Elapsed time is 1.689591 seconds. 
 
Con lo cual obtenemos una velocidad máxima de aproximadamente 2.76 km/h, 
que no se puede sobrepasar si se quiere cumplir el criterio de Lee. 
Para solucionar el problema del número de muestras limitado por el bucle 
anterior, se realiza otro bucle infinito con posibilidad de parada en cualquier 
momento (teóricamente, una vez finalizadas las medidas), por medio de una 
interfaz que controle estas acciones. El siguiente capítulo explica el desarrollo 
de dicha interfaz y del añadido de otras funciones que han resultado vitales 
también para la correcta ejecución de la campaña de medidas. 
 
2.2. Desarrollo de la interfaz 
2.2.1. Introducción y explicación del guidata y la estructura handles 
 
Tal y como se ha mencionado en el capítulo anterior, es necesario desarrollar 
una interfaz capaz de ejecutar las funciones necesarias y de controlar su 
comportamiento a voluntad del usuario. Esto se debe a que la toma de muestras 
debe ser constante durante el tiempo que dure la campaña de medidas, y no 
debe cesar hasta que ésta finalice por parte del usuario. En este punto se 
comienza entonces una primera versión de esta interfaz, que ejecuta aquellas 
funciones que se han explicado anteriormente de manera controlada y robusta. 
Además de resolver el problema de la toma de medidas continuas, también tiene 
como objetivo que se pueda establecer desde la misma interfaz la frecuencia de 
interés sin necesidad de modificar el código a mano. 
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Antes de comenzar con la explicación de la creación de la interfaz, es necesario 
introducir dos conceptos en los cuales se basa el funcionamiento de la misma y 
que aparecerán de manera frecuente a partir de ahora: el guidata y el handles. 
 
En el momento de construir una interfaz en MATLAB, se deben almacenar las 
variables en algún lugar para que otros callback de la misma interfaz tengan 
acceso a esa información. Es por ello que se hace uso del guidata (o GUIhandle), 
una ubicación específica para las GUI (interfaces) en MATLAB, y para la cual 
todos los callback dentro de la misma GUI tienen acceso ya que obtienen como 
tercer argumento una copia idéntica al guidata de manera automática. 
 
Las variables se almacenarán dentro de la estructura handles dentro del guidata, 
pero para que ese valor esté disponible en el resto de callbacks (en el caso de 
este proyecto el resto de funciones) es necesario actualizar el campo del handles 
que se ha utilizado. Un ejemplo: 
 
 function potencias (buttonHandle, eventData, handles)  en este punto,  
la función potencias obtiene una copia de la estructura handles del 
guidata. 
 
 handles.potencia=fscanf(anritsu,’%s’)  aquí, la variable potencia dentro 
de la estructura handles es distinta a la que hay en el guidata. Por lo tanto, 
otra función que requiera de este valor por el momento tomará el valor 
antiguo, y no el que se le asigne aquí. 
 
 guidata(buttonHandle, handles)  en este punto, se actualiza la 
estructura handles del guidata original, y se establece como el nuevo valor 
para toda la GUI. 
 
En el caso de la aplicación, una vez se obtenga la matriz final de potencias será 
necesario actualizarla en la estructura handles, para que otras funciones siempre 
tengan disponible la información correcta. 
 
2.2.2. Realización de petición al analizador de espectros 
 
La primera versión de la aplicación, a la cual llamaremos versión Alpha, se 





Fig. 2.6 Measure_Campaign Alpha. 
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Cuenta con las funciones básicas que se han mencionado: “Conexión”, “Marker”, 
“Petición” y “Desconexión”. En esta versión la única frecuencia que se puede 
configurar es la central, que se establece junto al marcador pulsando el botón 
“Marker”. El span sigue dependiendo de una configuración física del instrumento. 
La conexión en esta primera versión sigue siendo posible únicamente para aquél 
instrumento que se especifique en el código, ya que en este punto aún no existía 
la función de listado de dispositivos disponibles. 
 
Los comandos SCPI no permiten establecer partes del comando como variable, 
es decir: hay que enviar el comando definitivo con la frecuencia ya establecida 
mediante el objeto de conexión. Esto supone un problema a la hora de crear una 
aplicación versátil, ya que en principio habría que entrar al código cada vez que 
se deseara cambiar de frecuencia. La solución ha sido hacer uso de la función 
“strcat” de MATLAB: 
 
Strcommand= strcat([':CALC:MARK:X ',num2str(frec)]); 
Strcommand = strcat([Strcommand, ' MHz']); 
fwrite(anritsu,Strcommand); 
 
Donde “frec” se obtiene del textbox de la interfaz. El comando que llega al 
analizador de espectros con este método para una frecuencia de 500 MHz es: 
 
':CALC:MARK:X 500 MHz' 
 
 
Es decir, el comando correcto. Esta misma solución es la que se aplicará para 
las demás frecuencias en interfaces más avanzadas, en las cuales cada una de 
ellas cuenta con su propio textbox y botón de aplicación. 
Esta primera versión NO lleva implementado el bucle para obtener muestras de 
manera continua, ya que es una primera prueba de implementación de las 
funciones básicas en una interfaz. En la siguiente versión se resuelve este punto. 
2.2.3. Actualización para realizar peticiones continuas 
 
En esta segunda versión de la Alpha se implementa el bucle infinito al botón de 
petición, además de fusionar el botón “Conectar” y “Desconectar” para que sean 






Fig. 2.7 Segunda versión de la Alpha. 
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Como puede observarse, también se han añadido todos los textbox para todas 
las frecuencias, con el objetivo de depender menos de la configuración física del 
analizador de espectros y comenzar a hacer la aplicación más funcional.  
 
La base del funcionamiento de la parada del bucle reside en el uso del guidata y 








    fwrite(anritsu,':CALC:MARK:Y?'); 
    p=fscanf(anritsu,'%s'); 
    potencias(i, 1)=str2double(p); 
    i=i+1; 
    handles=guidata(hObject); 











        try 
            fclose(anritsu); 
            fopen(anritsu); 
            assignin('base','anritsu',anritsu); 
            handles.anritsu = anritsu; 
            set(hObject, 'String','Desconectar') 
        catch e 
            errordlg(e.message); 
        end   
    end 
else 
    set(hObject, 'String','Conectar') 
    handles.stopinst=1; 
    guidata(hObject,handles); 





El funcionamiento del código es el siguiente. Ya que la conexión se realiza en un 
callback distinto, al principio de la función de medición es necesario importar el 
objeto “anritsu” de la copia de la estructura handles que se ha pasado al callback 
como argumento, ya que, aunque obtiene una copia de la estructura, no se 
importan los datos directamente.  
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Tras esto se inicializa la variable de control para el Stop a 0, ya que, si no el bucle 
no comenzaría, y se comparte en la estructura handles del guidata.  
 
En cuanto al botón de inicio, lo primero que hace es asegurar que no hay ninguna 
conexión abierta a la hora de conectar con el mismo objeto intentando cerrarla. 
Esto se hace para evitar errores de conflicto.  
 
Tras abrir la conexión con el objeto, actualiza la estructura handles para que los 
demás callbacks puedan obtener la información correcta y trabajar con el objeto 
(en este caso, la función para medir). En caso de que se pulse el botón ahora 
llamado Desconectar, cambia la variable almacenada en el handles de Stop y la 
actualiza a valor “1”, de modo que el callback de la función de medición en su 
siguiente iteración leerá este nuevo valor, saliendo del bucle infinito.  
Esto se debe a que ésta actualiza su estructura handles en cada iteración (línea 
handles=guidata(hObject)), haciendo posible este comportamiento.  
Por último, se cierra la conexión con el objeto y se actualiza la estructura handles 
del guidata “notificando” de este cambio a los demás callbacks. 
 
 
2.2.4. Conexión con el GPS y petición de una muestra 
2.2.4.1. Introducción 
 
En este punto del desarrollo de la aplicación, tenemos una interfaz que consigue 
obtener un número “ilimitado” de muestras de potencia (hasta la acción de 
parada por parte del usuario). Como se ha mencionado anteriormente, para 
poder realizar un estudio correcto, los datos de potencia deben estar 
relacionados con una posición GPS (una latitud y una longitud), así que se ha 
desarrollado una solución integrada en la aplicación para obtener la posición 
actual del usuario. 
 
Para la lectura de la coordenada se ha utilizado el GPS QSTARZ 818XT a una 
frecuencia de 10 Hz. Este dispositivo se conecta por Bluetooth al PC, con lo cual 
hará falta configurar una conexión serial en MATLAB, aunque para esta vez no 
ha sido necesario instalar ningún add-on ya que esta característica viene por 
defecto implementada. 
 
2.2.4.2. Datos NMEA 
 
NMEA es un protocolo mediante el cual los instrumentos GPS se comunican con 
otros dispositivos, y debe su nombre al National Marine Electronics Association. 
El formato de datos comparte el mismo nombre que el protocolo, y la mayoría de 
programas informáticos capaces de detectar la posición en tiempo real trabajan 
con él. Dichos datos contienen la posición, la velocidad y el tiempo, y se envían 
en líneas de datos que se llaman sentencias. Éstas son independientes las unas 
de las otras, y existen algunas estándar para los diferentes tipos de dispositivo y 
otras que son propietarias de los fabricantes. Cada sentencia comienza con un 
símbolo “$” y con un prefijo de cinco caracteres que depende del dispositivo que 
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la esté generando, en el caso de los GPS los dos primeros serán el GP mientras 
que los tres restantes dependerán del tipo de información que contenga la 
sentencia. Respecto al formato, es un texto ASCII separado por comas, que no 
supera en ningún caso los 80 caracteres de longitud. 
 
En el caso del proyecto se ha utilizado la GPGGA (Global Positioning System Fix 






 llll.ll: es la latitud 
 
 yyyyy.yy: es la longitud 
 
Para leer las sentencias NMEA en MATLAB, es necesario hacer un parse de la 
información y asociar la latitud y la longitud que retorna el dispositivo a un tipo 
de dato que se pueda tratar posteriormente. Es decir: hay que extraer la 
información de la sentencia de algún modo. Para ello, se ha utilizado una función 
ya creada y disponible en el repositorio de MATLAB la cual se adjunta en el 
anexo, y su nombre es NMEAreadline. Esta función únicamente lee sentencias 
GPGGA, GPGLL, GPVTG, GPZDA y SDDBS, suficientes para el objetivo. 
 
2.2.4.3. Conexión y lectura del GPS 
 
Como se ha mencionado, la conexión que se ha realizado ha sido por serial. Al 
igual que con el analizador, el proceso es bastante sencillo: crear un objeto y 









Que básicamente son los argumentos que se le pasan al objeto. En este caso, 
los más críticos son el puerto COM por el que se conecta el dispositivo y la 
velocidad de transmisión. El puerto COM se puede averiguar fácilmente 
mediante las herramientas de Windows o dentro del propio MATLAB: 
 
serialPorts = instrhwinfo('serial'); 
 
Que lista todos los puertos COM disponibles. La conexión se podrá realizar 
mediante cualquiera de ellos. En el ejemplo anterior, que coincide con el que se 
ha usado durante las primeras fases del proyecto, es el COM6. 
 
El Baud Rate es la velocidad a la cual se transmiten los datos desde el GPS 
hasta el PC. Se ha seleccionado una velocidad de 9600 baudios durante todo el 
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desarrollo del proyecto hasta las fases finales donde se puede escoger la 
velocidad deseada. Esto se debe a factores de compatibilidad: la mayoría de los 
GPS del mercado trabajan sobre los 4800 o los 9600 baudios, habiendo menos 
dispositivos disponibles que trabajen a velocidades mayores. 
 
Una vez conectado el dispositivo mediante el objeto serial, se hace una primera 




Que devuelve una sentencia NMEA al azar entre el abanico de sentencias GPS. 








Se presenta un problema entonces al querer implementar un bucle que realice 
peticiones (e interprete las respuestas con la función NMEAreadline): no siempre 
tendremos en mano una sentencia NMEA adecuada, con lo cual el bucle fallará 
en el momento en que se reciba una que no contenga datos de latitud y longitud. 
 
La solución ha sido implementar un pequeño filtro en el bucle. Antes de 
comenzarlo se realiza una primera lectura de la cual únicamente se aprovecha 





Siendo “b” la variable que contendrá este dato (por ejemplo: GPGGA, GPGSA, 
etc…). De todas las sentencias GPS que la función NMEAreadline es capaz de 
leer, las únicas que interesan son las sentencias GPGGA, ya que éstas 





Cuya excepción será otro intento de lectura del dispositivo: 
 
else 
    a=fscanf(s); 
    b=strtok(a,','); 
 
















    NMEA=nmealineread(a); 
    lat=NMEA.latitude; 
    lon=NMEA.longitude; 
    latlon(i, 1)=lat; 
    latlon(i, 2)=lon; 
    a=fscanf(s); 
    b=strtok(a,','); 
    i=i+1; 
else 
    a=fscanf(serConn); 






Nótese que al final de la condición se realiza la misma acción de petición y 





Esto es para mantener el filtro activo en cada lectura y no leer datos incorrectos 
en ningún momento durante el tiempo que dure la campaña de medidas. Se 
coloca al final y no al principio, ya que de hacerlo en el segundo caso se aplicaría 
la función NMEAreadline a una lectura que no sería aquella que se ha filtrado. 
 
2.2.5. Unión de funciones 
2.2.5.1. Creación de la segunda interfaz y prueba de lectura paralela 
 
Una vez lograda la lectura de muestras del GPS, el siguiente objetivo es 
implementar esta función a la interfaz de lectura de potencia y ejecutar ambas 
paralelamente. Para ello se amplía la interfaz creada anteriormente y se añaden 















Fig. 2.8 Interfaz de control del analizador de espectros y el GPS. 
 
 
Los controles de ambos dispositivos funcionan del mismo modo, explicado en 
detalle en el capítulo de “Actualización para realizar peticiones continuas”: el 
propio botón de Conexión hace las veces de función de Desconexión una vez el 
dispositivo está activo. En el caso del GPS además se ha incluido la opción de 
establecer la velocidad de transmisión de datos. 
 
Se realiza entonces la conexión de ambos dispositivos al mismo tiempo, 
comprobando que MATLAB es capaz de mantener dos conexiones serial 











Fig. 2.9 Conexión paralela de ambos dispositivos. 
 
 
El problema crítico viene dado en el momento de realizar la lectura de los 
dispositivos de forma paralela, ya que NO se pueden mantener dos dispositivos 
serial transfiriendo datos al mismo tiempo bajo una misma instancia de MATLAB, 
no sin integrar modificaciones especiales al menos. Teniendo las dos conexiones 
abiertas, cuando se comienza la lectura del segundo dispositivo la del primero 
se queda en pausa y después deriva en error. 
 
2.2.5.2. Uso de dos instancias distintas en MATLAB y creación de un sistema 
de almacenamiento de datos 
 
La primera solución que se ha probado ha sido ejecutar dos instancias de 
MATLAB distintas. En cada una de ellas se inicia la misma interfaz, pero con 
distintos propósitos: en una se leerán los datos del analizador y en la otra los del 
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Fig. 2.10 Lectura de ambos dispositivos en instancias distintas. 
 
 
Pero cada una almacena los datos en su propia instancia de MATLAB, siendo 
esto un problema para el procesado de datos. Otro problema es que existen 
muchas más muestras de GPS que de potencia, ya que éste funciona más 
rápido, y se necesita tener un número de muestras igual de cada una para que 
cada medida de potencia tenga su coordenada y esté georreferenciada 
correctamente. Es decir: hay que lograr hacer los datos comunes para ambas 
instancias y procesarlos debidamente, asociando cada potencia a una longitud y 
una latitud. 
 
Para ello se hace uso de la hora a la cual se ha tomado la medida (con una 
precisión de milisegundos), tanto de potencia como de GPS. Esta hora se 
almacena para cada muestra en una nueva columna, que será el vector de 
tiempos. Después, tras juntar las matrices de cada dispositivo, se aplica un 
algoritmo que busca para cada posición del vector de tiempos del analizador de 
espectros aquél cuya distancia temporal sea mínima en el vector temporal del 
GPS. 
 
Para poder realizar este algoritmo primero hay que lograr compartir los datos 
entre las dos instancias, y se hace mediante un sistema de almacenamiento de 
datos en fichero.  
El fichero generado por el GPS y el generado por el analizador se guardan en un 
directorio común, al que una tercera función de lectura y procesado (con el 
algoritmo) tiene acceso.  
 
La implementación de este sistema se realiza de la siguiente manera: 
 
Para obtener la hora se utiliza la función “clock” de MATLAB. Esta función 
devuelve un vector 1x6 que contiene los datos de la fecha actual, que va desde 










   1.0e+03 * 
  
    2.0170    0.0050    0.0010    0.0220    0.0040    0.0272 
 
Esta función se implementa en los bucles de ambos dispositivos. Por ejemplo, 




    NMEA=nmealineread(a); 
    lat=NMEA.latitude; 
    lon=NMEA.longitude; 
    latlon(i, 1)=lat; 
    latlon(i, 2)=lon; 
    c=clock; 
    latlon(i,3)=c(4); 
    latlon(i,4)=c(5); 
    latlon(i,5)=c(6); 
    a=fscanf(s); 
    b=strtok(a,','); 
    i=i+1; 
else 
    a=fscanf(s); 






De donde se obtiene una matriz de 6 columnas con los siguientes datos: latitud, 
longitud, hora, minuto y segundo (con milisegundos). En el caso de las potencias, 
las columnas temporales serán las mismas, pero en lugar de latitud y longitud 
únicamente existirá una con la potencia (es decir, una matriz de 5 columnas). 
 
Para guardar estos datos en un fichero únicamente hay que añadir una línea al 










Esto genera dos ficheros, gpsdata.mat y anrdata.mat, que contienen una tabla 
con los datos obtenidos de cada instrumento, conteniendo las columnas 
mencionadas anteriormente. Ambos se guardan en el directorio raíz de MATLAB. 
 
En este punto se crea una pequeña tercera interfaz capaz de importar los datos 
desde un fichero y aplicar el algoritmo que se ha mencionado anteriormente: 





Fig. 2.11 Interfaz de procesado de datos. 
 
 
Los dos botones superiores para importar datos leen los archivos con el nombre 
concreto gpsdata.mat y anrdata.mat, siempre que se encuentren ambos en el 
mismo directorio desde el cual se ejecutan las funciones. Tras ello, cada función 
importa las medidas y las guarda en la estructura handles del guidata de esta 
tercera interfaz.  
 
 




latlon = num2cell(latlon); 
for i=1:size(latlon,1) 
    latlon{i,3} = 
[num2str(latlon{i,3}),num2str(latlon{i,4}),num2str(latlon{i,5})]; 
end 
latlon(:,5) = []; 










potencias = num2cell(potencias); 
for i=1:size(potencias,1) 
    latlon{i,2}= 
[num2str(latlon{i,2}),num2str(latlon{i,3}),num2str(latlon{i,4})]; 
end 
latlon(:,4) = []; 
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A continuación, se procede a ordenar las muestras y asociarlas según la hora, 
con el botón “Procesar y Ordenar” de la interfaz, que ejecuta el algoritmo. Para 
cada medida de potencia, la idea básicamente es encontrar en el vector de 
tiempo de las medidas GPS aquél que esté a menos distancia. 
 
Lo primero que se hace mediante la función “horzcat” de MATLAB es unir ambas 
matrices en una sola, que tendrá como columnas la latitud (1), longitud (2), la 






Después se calcula la longitud del vector temporal del analizador de espectros 
para crear el bucle que lo vaya recorriendo. También se inicializa la matriz donde 
se guardarán los datos ordenados: 
 
rows=length(final(:,5)); 
A = cell(1000,5); 
 
El algoritmo es el siguiente: 
 
for i=1:rows2 
        col5=final(i,val); %primer tiempo del analizador Anritsu 
        col5=str2double(col5{1}); %conversión 
        h=str2double(final(:,val1)); %todos los tiempos de GPS 
        [c index] = min(abs(h2-col5)); 
        valorprox = h2(index);%encuentro el tiempo de potencia más 
cercano a mi tiempo del analizador 
        A(inicionm,1)=final(i,4); 
        A(inicionm,2)=final(i,5); 
        A(inicionm,3)=final(index,1); 
        A(inicionm,4)=final(index,2); 
        A(inicionm,5)=final(index,3); 
        i=i+1; 
        inicionm=inicionm+1; 







Este algoritmo encuentra y guarda el índice del valor temporal GPS, cuya resta 
(en valor absoluto) con el valor temporal del analizador inicial dé como resultado 
el valor más pequeño. Eso significa que será el tiempo más próximo. Después 
se guarda el valor de potencia de la posición actual del bucle (contador i) y su 
tiempo, además de la latitud, longitud y tiempo del índice (index) hallado en una 
nueva matriz. Por último, se guarda todo en un archivo .dat con los títulos de las 
columnas, para poder realizar la importación de datos más adelante. 
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2.2.5.3. Uso de parallel pools para la lectura simultánea de dos instrumentos 
 
Tras averiguar que con dos instancias de MATLAB diferentes se podía llegar a 
obtener muestras de ambos dispositivos y a guardar los resultados procesados, 
se ha investigado cómo hacerlo bajo una sola instancia. 
 
La idea principalmente es aplicar el concepto de thread en MATLAB, es decir: 
que haya dos hilos en los cuales se ejecute en cada uno una tarea distinta 
simultáneamente. Para lograr esto se ha utilizado el Parallel Computing Toolbox, 
un add-on de MATLAB que permite correr código en los llamados parallel pools. 
 
Antes de nada, es necesario explicar en qué consisten el parallel computing y 
los parallel pools. El parallel computing es un modo de programar que maximiza 
el uso de la potencia de procesado multinúcleo (del inglés multicore) del PC, es 
decir, que utiliza los núcleos disponibles para realizar tareas en paralelo. 
Normalmente en MATLAB las tareas se ejecutan en el Client, que sería a efectos 
prácticos el hilo principal de la aplicación, utilizando sólo en parte la potencia de 
la CPU. Al recurrir al parallel computing se fuerza a la aplicación a utilizar unas 
“copias” del hilo principal para realizar distintas tareas en los múltiples 
procesadores (o núcleos) de la máquina. Estas copias se llaman workers, y se 
utilizan varios de ellos simultáneamente para aumentar la potencia de 
procesado. Al conjunto de workers que se llama para realizar varias tareas en 
paralelo se les nombra como parallel pool.  
 
Un parallel pool es entonces un conjunto de workers dentro de una máquina, 
cuyo número dependerá del número de núcleos que tenga el procesador. En el 
caso de este proyecto, se ha utilizado un procesador de cuatro núcleos, con lo 
cual se han tenido disponibles en todo momento un total de 4 workers. A la acción 
de asignar una tarea a cada worker se le llama scheduling. 
 
Para llamar a los workers disponible, se usa el comando “parpool”: 
 
parpool 
Starting parallel pool (parpool) using the 'local' profile ... 
connected to 4 workers. 
  
ans =  
  
 Pool with properties:  
  
            Connected: true 
           NumWorkers: 4 
              Cluster: local 
        AttachedFiles: {} 
          IdleTimeout: 30 minutes (30 minutes remaining) 
          SpmdEnabled: true 
 









actualpool =  
  
 Pool with properties:  
  
            Connected: true 
           NumWorkers: 4 
              Cluster: local 
        AttachedFiles: {} 
          IdleTimeout: 30 minutes (28 minutes remaining) 
          SpmdEnabled: true 
 
Para cerrar el pool en uso (función útil debido a que tiene un considerable 
consumo de recursos) se ejecuta el comando “delete(gcp)”: 
 
delete(gcp) 
Parallel pool using the 'local' profile is shutting down. 
 
Aplicado al proyecto, este concepto es realmente útil ya que se puede ejecutar 
una lectura de dispositivo en el Client y la otra en uno de los workers del parallel 
pool. La lectura en el worker deberá ser asíncrona, ya que de esta manera no 
bloqueará MATLAB.  
Para que un worker trabaje de manera asíncrona se recurre al uso del “parfeval”, 
que además crea un parallel pool en caso de que no exista. 
Como únicamente es necesario ejecutar la petición de modo paralelo y no el 
bucle entero, se aplica el “parfeval” únicamente a la función “fscanf” de lectura 
del GPS dentro del bucle. Se ha escogido el GPS y no el analizador para 
ejecutarlo en el parallel pool debido a que éste no es el factor limitante de 
velocidad y existe cierto margen antes de que el descenso de velocidad suponga 
un problema a la hora de aplicar el criterio de Lee. 
 
A nivel de código, esta es la implementación: 
 













    NMEA=nmealineread(a); 
    lat=NMEA.latitude; 
    lon=NMEA.longitude; 
    latlon(i, 1)=lat; 
    latlon(i, 2)=lon; 
    c=clock; 
    latlon(i,3)=c(4); 
    latlon(i,4)=c(5); 
    latlon(i,5)=c(6); 
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    a=parfeval(p,fscanf(s),1,i); 
    b=strtok(a,','); 
    i=i+1; 
else 
    a=fscanf(s); 








Tanto la primera petición (para filtrar sentencias GPGGA) como la petición se 
ejecutan bajo el “parfeval”, estableciéndose la conexión en el Client, ya que tal y 
como se ha comprobado anteriormente ambas conexiones sí pueden estar 
abiertas al mismo tiempo bajo un mismo hilo. 
 
El uso del parallel pool consigue el objetivo de ejecutar ambas lecturas bajo una 
misma instancia o interfaz, pero computacionalmente tiene un coste muy 
elevado, ya que requiere del uso de más de un core simultáneamente. Además, 











Fig. 2.12 Tiempo de creación del parallel pool. 
 
 
Pese a ser funcional, no es lo suficientemente óptimo, ya que este uso de 
núcleos del procesador consume más energía y reduce el tiempo de batería del 
equipo portátil, acortando el tiempo de la campaña de medidas. 
 
2.2.5.4. Lectura secuencial de dos dispositivos 
 
Hasta ahora, se han tenido siempre dos funciones distintas que realizaban la 
lectura de los dispositivos de manera independiente. En el momento de 
comenzar una de ellas, había que ejecutar una instancia distinta de MATLAB o 
recurrir al parallel computing para poder iniciar la otra. Hasta ahora en ambas 
soluciones se ha logrado el objetivo de leer dos dispositivos simultáneos, pero 
con evidentes desventajas: un coste computacional elevado, una menor 
duración de la batería y un uso de la aplicación lento y poco amigable.  
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Se enfoca entonces el problema desde una perspectiva diferente, creando una 
única función que realice ambas lecturas dentro de un único bucle. En otras 
palabras: se realiza una lectura secuencial de ambos instrumentos. 
 
En esta función no se aplica ningún concepto nuevo, sino que se aprovechan 
todos los que se han aplicado anteriormente y simplemente se les da otro 
enfoque. Funciones como el uso de la hora y el almacenamiento de datos en 
fichero se repiten aquí.  
 
El bucle tiene una estructura similar a los dos anteriores (obviamente sin el uso 



















while (handles.stopinst==0) && (handles.stop==0); 
    if (strcmp(b,'$GPGGA')) 
        NMEA=nmealineread(a); 
        lat=NMEA.latitude; 
        lon=NMEA.longitude; 
        fwrite(anritsu,':CALC:MARK:Y?'); 
        p=fscanf(anritsu,'%s'); 
        potencias(i, 1)=p; 
        c=clock; 
        potencias(i, 2)=c(4); 
        potencias(i, 3)=c(5); 
        potencias(i, 4)=c(6); 
        handles.potencias=potencias; 
        latlon(j, 1)=lat; 
        latlon(j, 2)=lon; 
        latlon(j,3)=d(4); 
        latlon(j,4)=d(5); 
        latlon(j,5)=d(6); 
        a=fscanf(s); 
        b=strtok(a,','); 
   d=clock; 
        j=j+1; 
        i=i+1; 
        handles=guidata(hObject); 
    else 
        a=fscanf(s); 
  d=clock; 
        b=strtok(a,','); 
    end 
    handles=guidata(hObject); 











Finalmente se realiza un test de la función y se comprueba de que realiza la 





Fig. 2.13 Lectura secuencial de ambos dispositivos. 
 
 
Esta es la función que se ha implementado finalmente. No obstante, se han 
realizado ciertas modificaciones que la han optimizado y han parcheado algunos 
problemas que se han presentado en el momento de realizar las medidas reales. 
Dichos problemas y su solución se detallan en los próximos capítulos, así como 
la versión final de la aplicación.  
 
Aunque se haya decidido usar este sistema como función principal para leer 
ambos dispositivos, se ha dejado como opcional el uso del parallel pool en la 
interfaz en caso de que se deseara realizar lecturas de dispositivos de manera 
independiente. 
 
2.2.6. Funciones adicionales 
 
Tras finalizar el desarrollo de las funcionalidades vitales, se han incluido otras 
que mejoran y facilitan el uso de la aplicación. Estas funcionalidades han surgido 
durante las primeras pruebas en las campañas de medidas. 
 
Listado de dispositivos 
 
La primera función, y la más necesaria, ha sido implementar en la interfaz un 
sistema de listado de dispositivos disponibles que permita escoger aquél que se 
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desee y establecer la conexión. Esto se consigue añadiendo primero los 














Fig. 2.14 Lista de dispositivos. 
 
 
Una vez se añaden los listbox en el editor de la GUI, hay que modificar el código 
del arranque de la aplicación y el código de los botones de conexión para cada 
instrumento.  
 
En el arranque de la aplicación se añaden las siguientes líneas de código: 
 
serialPorts = instrhwinfo('serial'); 
visaPorts = instrhwinfo('visa','ni'); 
nPorts = length(serialPorts.SerialPorts); 
nVisa = length(visaPorts.ObjectConstructorName); 
set(handles.portList, 'String', ... 
    [{'Selecciona un puerto'} ; serialPorts.SerialPorts ]); 
set(handles.portList, 'Value', 2);    
set(handles.visaList, 'String', ... 
    [{'Selecciona instrumento'} ; visaPorts.ObjectConstructorName ]); 
set(handles.visaList, 'Value', 2);    
handles.output = hObject; 
guidata(hObject, handles); 
 
Que listan todos los dispositivos serial y VISA disponibles y los enumera en el 
listbox. Finalmente actualiza todos los datos en la estructura handles del guidata, 
para que las funciones de conexión y desconexión tengan acceso a la nueva 
información. 
En cuanto a las funciones de conexión, tienen que ser capaces ahora de leer de 
la estructura handles aquél elemento seleccionado. Primero guardará la posición 
del elemento, para después extraer el puerto del elemento de esa posición y 
pasarlo como variable a la función de conexión. En el caso del GPS: 
 
 
if strcmp(get(hObject,'String'),'Conectar')  
    serPortn = get(handles.portList, 'Value'); 
    if serPortn == 1 
        errordlg('Selecciona un puerto válido'); 
    else 
        serList = get(handles.portList,'String'); 
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        serPort = serList{serPortn}; 
        serConn = serial(serPort, 'TimeOut', 1, ... 
            'BaudRate', str2num(get(handles.baudRateText, 'String'))); 
        try 
            fclose(serConn); 
            fopen(serConn); 
            assignin('base','serConn',serConn); 
            handles.serConn = serConn; 
            set(hObject, 'String','Desconectar') 
        catch e 
            errordlg(e.message); 
        end 
    end 
else 
    set(hObject, 'String','Conectar') 
    handles.stop=1; 
    guidata(hObject,handles); 




Y en el del analizador de espectros: 
 
if strcmp(get(hObject,'String'),'Conectar') 
    visaPortn = get(handles.visaList, 'Value'); 
    if visaPortn == 1 
        errordlg('Selecciona un instrumento válido'); 
    else 
        visList = get(handles.visaList,'String'); 
        visPort = visList{visaPortn}; 
        anritsu=eval(visPort) 
        try 
            fclose(anritsu); 
            fopen(anritsu); 
            assignin('base','anritsu',anritsu); 
            handles.anritsu = anritsu; 
            set(hObject, 'String','Desconectar') 
        catch e 
            errordlg(e.message); 
        end 
    end 
else 
    set(hObject, 'String','Conectar') 
    handles.stopinst=1; 
    guidata(hObject,handles); 




En el caso del analizador de espectros, se utiliza la función “eval” para evaluar 
como expresión de MATLAB el elemento seleccionado de la lista. 
 
Con la integración de esta función se soluciona el inconveniente anterior que 
limitaba la ejecución de la aplicación sobre un único dispositivo a no ser que se 
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Gráfica en tiempo real de la campaña de medidas 
 
Al utilizar la aplicación las primeras veces, se detectó que no existía ninguna 
manera de comprobar que las medidas se estaban llevando a cabo 
correctamente hasta el final de la campaña. Debido a eso, se ideó implementar 
en la interfaz un eje temporal de potencias que fuera mostrando las medidas 





Fig. 2.15 Gráfica de potencia respecto al tiempo. 
 
 
Para que esta gráfica sea funcional debe cumplir ciertas condiciones: tiene que 
ir actualizándose a cada medida, es decir: trabajar en tiempo real. Para ello, el 
eje temporal debe ir desplazándose a medida que aumenta el tiempo de la 
campaña para poder ver todas las muestras. Además, debe reinicializarse en 
cada nueva campaña de medidas. 
 
 
Primero se definen las características de los ejes: 
 
plotTitle = 'Campaña de medidas';  % plot title 
xLabel = 'Tiempo (s)';    % x-axis label 
yLabel = 'Potencia (dBm)';                % y-axis label 
plotGrid = 'on';                % 'off' to turn off grid 
min = -150;                     % set y-min 
max = -80;                      % set y-max 
scrollWidth = 10;               % display period in plot, plot entire 
data log if <= 0 
delay = .0000001;    
time = 0; 
q=0; 





xlim(handles.grafica, [0 10]); 
grid(plotGrid); 
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La variable time y el contador count se utilizan junto a la función “tictoc”. Antes 
de comenzar el bucle del analizador de espectros, se ejecuta la función “tic”, que 
inicializa un reloj desde cero. La idea es ejecutar el toc en cada iteración del 
bucle junto a la petición al analizador para obtener el segundo en el que se ha 
realizado esta, y representar la muestra de potencia obtenida en función al 
tiempo devuelto por el “toc”. La variable time se actualiza en cada iteración 
gracias al contador count, y esto permite actualizar el límite del eje x (el temporal) 





    time(count) = toc; 
    fwrite(anritsu,':CALC:MARK:Y?'); 
    p=fscanf(anritsu,'%s'); 
    q(count) = str2num(p); 
    xlim(handles.grafica, [0 time(count)]); 
    plot(handles.grafica,time,q,'MarkerFaceColor',[0 0 
1],'Marker','.','Color',[0 0 1],'LineStyle','-'); 
 





Fig. 2.16 Gráfica potencia – tiempo. 
 
 
Mapa de Google Maps 
 
Una manera de asegurar que las coordenadas GPS se están tomando 
correctamente es representar el recorrido que se ha realizado según las 
muestras obtenidas en un mapa. Este mapa también debe ir actualizándose en 
tiempo real para comprobar que el recorrido que se representa es coherente con 
el que se está llevando a cabo en la campaña de medidas. 
 
Para lograr implementar esta característica a la aplicación, se ha utilizado un 
script ya existente de MATLAB que conecta con la aplicación Google Maps, 
descargando el mapa y representándolo en los ejes de MATLAB. Este script 
recibe el nombre de “get_google_map”. El enlace a la página que lo contiene 
puede encontrarse en el anexo. 
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Fig. 2.17 Ejes para Google Maps. 
 
 
Antes del comienzo del bucle para la toma de muestras GPS, se establecen los 
límites de los ejes de latitud y longitud para la zona en la que se va a realizar el 
recorrido, de modo que se muestre exclusivamente dicha zona. De lo contrario, 
la función representará el mapa del mundo que extrae de Google Maps. 
 
axes(handles.gpsaxes); 
xlim(handles.gpsaxes, [1.7165 1.7175]); 













Obteniendo como resultado una gráfica capaz de representar el recorrido: 
 





Fig. 2.18 Recorrido realizado con GPS. 
 
 
Otras funcionalidades menores 
 
Además de las funciones que se han explicado en este capítulo, se han añadido 
otras correcciones y mejoras menores: 
 
 El archivo con los datos se guarda con el nombre del textbox del 
marcador. 
 La conexión con el dispositivo GPS se hace con el protocolo Bluetooth de 
MATLAB y no por la conexión serial corriente. Esto permite listar los 
dispositivos Bluetooth por su nombre, haciendo la interfaz más amigable 
y sencilla. 
 Se añaden botones de zoom para las gráficas. 
 Se implementa un check que habilita o deshabilita los botones GPS según 
se deseen medidas de potencia simples o georreferenciadas. 
 Se crean cuadros de mando para las medidas individuales 
 
En este punto del desarrollo la aplicación pasa a estar en estado Beta, a falta de 
ponerla a prueba en las campañas de medidas reales.  
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CAPÍTULO 3. INTEGRACIÓN CON CAMPAIGN 
 
3.1 Introducción a Campaign 
 
Campaign es una aplicación de MATLAB desarrollada por el profesor Mario 
García Lozano de la Escuela de Ingeniería de Telecomunicaciones y 
Aeroespacial de Castelldefels de la UPC, para la asignatura de LCSF. Esta 
aplicación es capaz de crear nuevos modelos de propagación a partir de los 
datos obtenidos en una campaña de medidas, además de comparar las muestras 
con las predicciones dadas por los modelos existentes más comunes como el 
modelo de espacio libre o el modelo de Egli. Tiene también la opción de filtrar las 
muestras aplicando el criterio de Lee para eliminar el efecto de la propagación 
multicamino y observar únicamente el efecto del long term fading.  
 
En resumen: con la aplicación Campaign se puede realizar el procesado de datos 




Fig. 3.1 Campaign. 
 
 
La aplicación Campaign original lee las medidas a partir de un archivo de texto 
que contiene los datos de potencia y localización filtrándolos según un nivel 
específico de SNR. Una vez cargados los datos, se configuran los parámetros 
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de calibración: la ganancia de las antenas y su altura, la coordenada inicial y la 
potencia de transmisión.  
Finalmente, mediante la función “Propagation Model”, se representan 
gráficamente las medidas reales obtenidas respecto a las predicciones 
resultantes de los modelos de propagación clásicos. Estas gráficas se detallan a 
continuación: 
 




Fig. 3.2 Vista general de las gráficas de Campaign. 
 
 
Atenuación en función del tiempo: En esta gráfica se puede comprobar la 
variación del nivel de atenuación a lo largo del tiempo que dure la campaña de 
medidas, en función del punto de origen de la señal. En la imagen se puede 
observar que se ha realizado un recorrido de ida y vuelta en dos ocasiones, 
obteniendo un valor de atenuación menor al comenzar la campaña debido a la 
cercanía con el emisor, mientras que más adelante dicha atenuación ha ido 
creciendo conforme el receptor se ha ido alejando. 
 
Atenuación en función de la distancia: En esta ocasión se representa en 
escala logarítmica la variación del nivel de atenuación respecto a la distancia 
comprendida entre el emisor y el receptor. 
 
Medida en función de la predicción: En esta gráfica queda representada cada 
medida real obtenida en la campaña respecto a la predicción dada por el modelo 
de propagación utilizado, además de su dispersión. En el caso de que 
coincidieran las medidas con la predicción, se obtendría una recta de pendiente 
unidad, pero esto no es posible. En su lugar los puntos se representan junto una 
recta de regresión obtenida mediante el criterio de error cuadrático mínimo 
(ECM), de la cual se puede deducir si la diferencia entre medidas y predicción 
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es constante o es debida a la variación del nivel de atenuación. Además, se 
representa recta de pendiente unidad teórica. 
 
Error en función de la distancia y recta de regresión ECM: En esta gráfica se 
representa el error que existe entre medida y predicción a medida que el receptor 
se aleja del emisor. También se representa la recta de regresión ECM, de cuya 
pendiente se puede extraer una corrección en dB/m (tanto positiva como 
negativa) que se puede aplicar al modelo que se esté creando con tal de eliminar 
el efecto del error en función de la distancia entre medida y predicción. 
 
Histograma del error: Esta gráfica representa la estadística del error del modelo 
de propagación. El dato del error medio permite conocer la corrección que hay 
que aplicar al modelo de propagación (en caso de que se vaya a crear uno a 
partir de las medidas) con tal de eliminar su efecto. La desviación estándar σ 
indica la dispersión del error medio. 
 
Tal y como se ha mencionado anteriormente, la aplicación Campaign también 
permite crear un nuevo modelo de propagación a partir de los datos obtenidos 
en la campaña de medidas. Para ello se utiliza la función “Create new model” de 





Fig. 3.3 Creación de un nuevo modelo de propagación. 
 
 
Esta función calcula la ecuación del nuevo modelo de propagación en función de 
las muestras obtenidas en la campaña de medidas, además de representar la 
recta de dicho modelo sobre las medidas (nota: al aplicar el Criterio de Lee se 
pueden filtrar las muestras debidas al short term fading). 
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3.2 Adaptación del Campaign al formato de medidas 
 
En su versión original, Campaign únicamente interpreta archivos de texto que 
sigan una estructura concreta de datos y un formato “txt”, provenientes del 
progama de análisis de señales NetStumbler. La aplicación que se ha 
desarrollado, por otra parte, exporta los datos en un fichero .dat (que facilita el 
acceso y la manipulación a través de MATLAB), con lo cual en un principio 
ambos programas no son compatibles entre sí. En este capítulo se explican las 
modificaciones que se han realizado en el código de Campaign para lograr 
trabajar con ficheros “dat” con diferente estructura. 
 
La estructura de datos original de la aplicación Campaign está compuesta por 
los siguientes campos: 
 
 
Tabla 3.1 Estructura de datos de la aplicación Campaign. 
 






Los cuales se leen e interpretan con el siguiente comando: 
 
    scn=textscan(file_id,'%c %n %c %n %s %s %s %s %*s %d16 %d16 %d16 %*s 
%*s %*s %*s %d16 %s','headerlines',4, 'delimiter', ['(' ')' '\t' '[' 
']'], 'MultipleDelimsAsOne', 1); 
 
Especificando el tipo de objeto para cada columna y el delimitador que los separa 
en el archivo de texto. Tras esto, transforma aquellas variables de la matriz de 
datos que no lo sean a tipo cell y las almacena en una matriz M: 
 
for i=1:4 
     scn{i}=cellstr(num2str(scn{i},'%10.10f')); 
    end 
    for i=9:12 
     scn{i}=cellstr(num2str(scn{i})); 





Reordenándola para después presentarlo por pantalla: 
 
M=[M(:,1:4),M(:,c+1),M(:,5:c)];  
set(handles.TableFull,'Position', [4.8 7.538 175 36.769]); 

















Por otra parte, la estructura de datos de los ficheros exportados por la aplicación 
desarrollada es la siguiente: 
 
Tabla 3.2 Estructura de datos de la aplicación de drive-testing. 
 




Dichos ficheros tienen además el formato “dat” que ya se ha mencionado. Se 
implementa entonces un condicionante que comprueba la extensión del fichero 




    scn=textscan(file_id,'%n %n %s %n %s','headerlines',4, 'delimiter', 
[','], 'MultipleDelimsAsOne', 1); 
 
Únicamente se convierte a cell aquellas variables que no lo son: el nivel de 
potencia, la latitud y la longitud (recordar que el tiempo se obtiene a partir de la 












Y se ordena la matriz M para que la estructura sea la misma que si de un fichero 
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Llenando con ‘N/A’ (No aplica) aquellos campos cuya información no se puede 
obtener con la aplicación de toma de medidas, como por ejemplo el SSID y el 
canal.  
 
Finalmente, se comprueba que los cambios en el código permiten la lectura de 





Fig. 3.4 Importación correcta de los datos de la campaña de medidas. 
 
 
En la versión final de la herramienta desarrollada, Campaign se abre 
automáticamente en el momento en que se finaliza la campaña de medidas. 
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CAPÍTULO 4. CAMPAÑA DE MEDIDAS 
4.1 Montaje 
 
En este capítulo se explica la parte experimental del desarrollo de la herramienta 
de drive testing. Dicha parte se basa en la realización de campañas de medidas 
a diferentes frecuencias en el campus universitario utilizando la aplicación para 
obtener los datos, con el objetivo de comprobar que el desarrollo se ha realizado 





Fig. 4.1 Mapa del campus. 
 
 
Para la realización de las campañas de medidas se han utilizado los siguientes 
materiales: 
 
 Anritsu MS2034A en modo analizador de espectros 
 Generador de señal Agilent E4433B 
 GPS QSTARZ XT818 
 Pares de antenas VERT 900, VERT 2750 y SMA703 
 Un carrito de transporte 
Los detalles acerca del analizador de espectros Anritsu MS2034, del GPS 
QSTARZ XT818 y de las antenas se encuentran en el capítulo de materiales.  
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Fig. 4.2 Montaje del experimento. 
 
 
Para las frecuencias de 144 MHz y 400 MHz se ha realizado el camino indicado 
con una flecha azul en el mapa anterior, mientras que para el resto se ha seguido 
el camino indicado con una flecha roja. Esto se debe a la necesidad de agilizar 
la campaña de medidas debido al tiempo de duración de las baterías. El 
generador de señal está representado con un punto rojo. 
 
Para cada una de las frecuencias se han respetado las velocidades calculadas 
en el capítulo teórico para cumplir con el criterio de Lee.  
 
4.2 Errores detectados 
 
En las primeras pruebas se comprobó que las medidas no se ordenaban 





Fig. 4.3 Gráfica con saltos temporales de la atenuación. 
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Se detectó que el error en el algoritmo era producido debido a la función “clock” 
de MATLAB: los ceros a la izquierda (leading zeros) quedaban obviados en el 
momento de guardar la hora. Si la medida se realizaba en la hora 19:05:25.123, 
se almacenaba un double de valor “19525.123”, con lo cual era imposible saber 
si la medida se había tomado a las 19:05:25.123 o a las 19:50:25.123 en el 
momento de representar el conjunto de medidas. Esto generaba un problema 
que alteraba por completo los resultados de la campaña, ya que aparecían 
algunas muestras en horas incoherentes dejando inservibles todos los datos. 
 
La solución a este problema fue sustituir el uso de la función “clock” en el bucle 












Que requieren que el formato de la tabla sea del tipo cell. Para solucionar este 




En el caso del bucle del GPS se realizaron los mismos pasos.  
 
Un segundo error que se encontró durante la realización del experimento estaba 
relacionado con la geolocalización. En la gráfica de la atenuación respecto a la 
distancia se observaba que en ocasiones dicha atenuación decrecía conforme 






Fig. 4.4 Atenuación disminuyendo con la distancia. 
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Esto era debido a que en el momento de realizar una lectura en el dispositivo 
GPS no se estaba obteniendo la posición actual, sino la primera muestra de 
latitud y longitud almacenada en un búfer del objeto serial del GPS. En el 
momento de iniciar una nueva campaña de medidas, las primeras muestras eran 
asociadas a las últimas coordenadas de la campaña anterior, interpretando 
entonces que hay una menor atenuación a mayor distancia. Del mismo modo, 
las últimas muestras de potencia se asociaban a coordenadas obtenidas en el 
comienzo de la nueva campaña, provocando así que Campaign interpretara 
mayores pérdidas al comenzar esta. 
 
La solución fue vaciar el búfer de datos en cada iteración del bucle del dispositivo 




Asegurando así que la lectura que se toma es siempre la última posición obtenida 




El siguiente paso ha sido realizar la campaña de medidas real para cada 
frecuencia. Los resultados se han evaluado según la predicción que ofrece el 
modelo de propagación de espacio libre, debido a que es el más adecuado para 
el entorno del campus. Se han calibrado los siguientes parámetros en Campaign: 
 
 Ganancia de las antenas: Para las antenas VERT900 y VERT 2450 se ha 
establecido una ganancia de 3 dBi para todas sus frecuencias, tal y como 
se indica en sus características. En el caso de la antena SMA703 la 
ganancia es de 3.6 dBi para los 1200 MHz, mientras que para el resto de 
frecuencias no se indica (con lo cual se ha establecido ganancia cero en 
esos casos). 
 Altura de las antenas: Se especifica una altura aproximada de 1.5 m sobre 
el nivel del suelo. 
 Latitud y longitud: Se configuran para cada campaña de medidas según 
la primera muestra de GPS, ya que al inicio del procedimiento el receptor 
está en el mismo punto que el generador de señales. 
 Potencia de transmisión: Se definen 17 dBm. 
En los resultados mostrados a continuación no se aplica el criterio de Lee, con 























Fig. 4.6 Resultados de la campaña de medidas a 400 MHz. 
 
 
















Fig. 4.8 Resultados de la campaña de medidas a 1200 MHz. 
 














Fig. 4.10 Resultados de la campaña de medidas a 2400 MHz. 
 
 







Fig. 4.11 Resultados de la campaña de medidas a 3500 MHz. 
 
 
Al observar la gráfica de la atenuación respecto al tiempo, se puede comprobar 
que existe una diferencia entre la predicción y las medidas que oscila entre los 
10 dB y los 20 dB. Al aplicar el criterio de Lee para tener en cuenta únicamente 
el efecto del long term fading, se eliminan aquellas muestras debidas a la 




Fig. 4.12 Gráfica de la atenuación respecto al tiempo en 144 MHz, aplicando el 
criterio de Lee. 
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4.4 Creación de nuevos modelos de propagación 
 
Finalmente, con los resultados de la fase experimental del proyecto se ha 
procedido a generar un nuevo modelo de propagación mediante la función de 
Campaign destinada a ello. Al cargar un fichero de datos en la aplicación y pulsar 




Fig. 4.13 Función de Campaign para generar nuevos modelos de propagación. 
 
 










𝐿 (dB) = 𝛽 (dB) + 𝛼′ · log10 𝑑 (m) 





Fig. 4.14 Generación de un nuevo modelo aplicando el criterio de Lee. 
 
 
La recta resultante que se calcula entonces únicamente tiene en cuenta la 
atenuación provocada por el entorno, siendo mucho más específica para este. 
En la tabla siguiente se detallan todas las ecuaciones de la recta para las 
frecuencias a las que se han realizado las medidas. Se ha utilizado ecuaciones 
de dos rectas, siendo la primera la que representa las muestras obtenidas en 
campo cercano (no útiles) y la segunda la que representa las que se obtienen en 
el campo lejano, cuya pendiente es la que interesa para ver la evolución de la 
atenuación: 
 
Tabla 4.1. Ecuaciones de las rectas de los nuevos modelos de propagación. 
 
Frecuencia (MHz) Ecuación de la recta 
144 𝐿 (dB) = 40.7 (dB) +  14 · log10 𝑑 (m) 
𝐿 (dB) = 17.3 (dB) +  37 · log10 𝑑 (m) 
400 𝐿 (dB) = 43.2 (dB) +  6.7 · log10 𝑑 (m) 
𝐿 (dB) = 7.93 (dB) +  42 · log10 𝑑 (m) 
850 𝐿 (dB) = 38.3 (dB) +  6.2 · log10 𝑑 (m) 
𝐿 (dB) = 15.8 (dB) +  29 · log10 𝑑 (m) 
1200 𝐿 (dB) = 45.2 (dB) +  22 · log10 𝑑 (m) 
𝐿 (dB) = 41.1 (dB) +  26 · log10 𝑑 (m) 
1980 𝐿 (dB) = 78.8 (dB) +  −9.2 · log10 𝑑 (m) 
𝐿 (dB) = 39.7 (dB) +  24 · log10 𝑑 (m) 
2400 𝐿 (dB) = 57.4(dB) +  5.5 · log10 𝑑 (m) 
𝐿 (dB) = 41.8 (dB) +  21 · log10 𝑑 (m) 
3500 𝐿 (dB) = 59.2 (dB) +  7.1 · log10 𝑑 (m) 
𝐿 (dB) = 47.1 (dB) +  20 · log10 𝑑 (m) 
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Tras la obtención de los resultados anteriores y de estos nuevos modelos, se 
demuestra que la aplicación es capaz de obtener las medidas de potencia 
georreferenciadas de una manera correcta y adecuada para su post-procesado 
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CAPÍTULO 5. CONCLUSIONES 
 
 
El objetivo principal del proyecto, que es la creación de una herramienta de drive 
testing para realizar campañas de medidas, se ha completado con éxito, ya que 
se han podido analizar correctamente las muestras obtenidas en la aplicación 
Campaign.  
 
Además del objetivo principal, se han cumplido otros hitos que no se habían 
contemplado en el inicio del proyecto, y que se han ido formando a lo largo de 
este. El más importante es que la herramienta tiene carácter universal, es decir, 
es compatible con un gran abanico de instrumentos de medida y con cualquier 
GPS con tecnología Bluetooth del mercado. Otro ejemplo son las 
funcionalidades extra que se han implementado para mejorar la aplicación, que 
facilitan la tarea de realizar las medidas, ya que permiten comprobar en tiempo 
real que la campaña se está llevando a cabo correctamente mediante una gráfica 
de potencia y un mapa donde se va mostrando el recorrido. Además, la 
aplicación resultante permite guardar los datos para posteriores estudios sin la 
necesidad de tener que repetir las campañas. 
 
No obstante, hay un amplio margen de mejoras que se podrían aplicar en un 
futuro, y que no se han implementado durante el proceso debido a que se 
requiere más tiempo de investigación. Una de esas posibles mejoras es la 
integración completa de Campaign dentro de la herramienta desarrollada, para 
que el post-procesado se haga directamente una vez se han tomado las medidas 
y así ahorrar tiempo. Otra posible mejora a implementar es dotar a la aplicación 
de la opción para guardar en una imagen el recorrido realizado y la gráfica de 
potencia en tiempo real, con tal tener una referencia más en estudios posteriores 
de los resultados.  
 
La parte que más trabajo y esfuerzo ha requerido ha sido el propio desarrollo de 
la herramienta en MATLAB, donde prácticamente se ha aprendido a programar 
desde cero en este lenguaje, además del funcionamiento del protocolo VISA y 
los comandos SCPI dentro de este. Cada nueva funcionalidad que se ha ido 
añadiendo ha requerido un tiempo elevado de implementación, debido a la 
investigación que ha supuesto saber cómo se podía desarrollar en MATLAB 
manteniendo siempre el correcto funcionamiento de la aplicación final. 
 
La herramienta resultante podría utilizarse profesionalmente para estudiar la 
propagación radio en un entorno especifico, aunque aún tiene muchas opciones 
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ANEXO A. MATERIALES 
 
Durante las diferentes fases del proyecto se han utilizado diferentes elementos 
e instrumentos para poder desarrollar la herramienta, y posteriormente ponerla 
a prueba en campañas de medidas reales. En este capítulo se detallan las 
funciones y las características que guardan relación con el proyecto de estos 
instrumentos. 
A.1 Analizador de espectros Anritsu VNA Master MS2034A 
A.1.1  Objetivo de su uso en el proyecto 
 
El equipo con el cual se ha trabajado a lo largo de todo el proyecto es el 
analizador de espectros Anritsu MS2034A. Pese a tratarse principalmente de un 
Vector Network Analyzer portátil, cuenta con la función de Spectrum Analyzer, 
siendo capaz de trabajar entre los 9 KHz y los 7.1 GHz. Aunque cuenta con la 
opción GPS (opción MS2034A-031 especificada en el manual), el equipo 
utilizado fue adquirido sin dicha función y por lo tanto no ha sido posible el uso 
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Fig. A.2 Panel frontal del Anritsu VNA Master MS2034A. 
 
 
 Botones Hard-Key: Encontramos cinco en la parte inferior del dispositivo, 
los cuales varían su funcionamiento dependiendo de la función que esté 
realizando el analizador de espectros Anritsu. El resto, los 21 hard-keys 
que encontramos a la derecha del dispositivo, realizan doble función: la 
del número en sí mismo y además una función secundaria accesible 
mediante la tecla shift (y especificada en la etiqueta azul superior). 
Además, incluye un botón rotacional con el cual, al igual que con los 
números, podremos cambiar el valor de los parámetros y confirmar con 
una pulsación del mismo modo que si usáramos el botón enter. 
 
 Botones soft-key: Son los ocho botones que encontramos a la derecha de 
la pantalla. Cambian su función dependiendo del modo de operación (del 
mismo modo que las hard-keys inferiores) pero con la diferencia de que 
éstos también cambian dependiendo del menú en el que se encuentre el 
usuario. En caso de que no haya una función disponible, en la pantalla se 
mostrará un recuadro en blanco. 
A.1.2  Modo de funcionamiento. Spectrum Analyzer 
 
El modo spectrum analyzer del analizador de espectros Anritsu MS2034A cuenta 
con las típicas funciones para medir tales como el establecimiento de las 
frecuencias, el span y los marcadores además de algunas funciones 
complementarias. Es importante esclarecer conceptos como el ancho de banda 
de resolución (en inglés resolution bandwidth, RBW), ancho de banda de vídeo 
(video bandwidth, VBW) y barrido (sweep), ya que son valores que afectarán a 
la velocidad de toma de muestras en la campaña de medidas. 






















Fig. A.3 Pantalla del Spectrum Analyzer. 
 
A.1.3  Ancho de banda de resolución 
 
El RBW se determina mediante el ancho de banda del filtro IF. Ante la presencia 
de diferentes señales (y por lo tanto de diferentes filtros IF) se escoge el más 
estrecho para establecer el ancho de banda. Este ancho de banda depende de 
varios factores. El tiempo es uno de ellos a tener en cuenta ya que el filtro 
necesita asentarse, con lo cual la señal de output no será instantánea desde el 
momento en que se introduce una señal output, y pasará un tiempo hasta que 
pueda ser medida. Cuanto más estrecho sea el ancho de banda (BW), con lo 
cual cuanta más resolución tengamos, tardará más tiempo en asentarse, siendo 
más lento el barrido. 
 
El factor principal del cual depende el BW es de la señal que vamos a medir. Si 
dos señales cercanas en el espacio se miden individualmente, se necesita un 
ancho de banda estrecho, ya que si no se incluye la energía de ambas señales 
en la medida. Con un ancho de banda grande no podemos medir señales 
separadas, pero sí todas juntas (incluyendo ruido). 
 
El ruido se encuentra en un gran número de frecuencias (banda ancha, más 
conocido en inglés como broadband) por naturaleza. Puede derivar a error en 
las medidas realizadas si este es muy elevado. Cuanto más ancho de banda se 
haya establecido, más ruido aparecerá en el resultado final. Lo cual se traduce 
en que, si la medida se realiza con un ancho de banda estrecho, el nivel del ruido 
bajará siendo la ésta más acertada (a causa del filtro FI).  
 
Valores posibles: de 1 Hz a 3 MHz en secuencia 1-3: 1Hz -> 3 Hz -> 10 Hz, etc. 
 
6                                                 Desarrollo de una herramienta de drive testing para caracterizar la propagación radio 
 
A.1.4  Ancho de banda de vídeo 
 
Es otro tipo de filtrado que se encuentra justo después del detector (filtrado de 
vídeo). Afecta al ruido mostrado en pantalla, pero de manera diferente al RBW. 
El nivel medio del ruido permanece igual en todo momento, siendo la variación 
de este la que queda reducida. En definitiva: se aprecia un suavizado de la señal 
ruido en pantalla, haciéndose más fino el trazo del nivel de ruido que aparece 
(siendo la posición la misma que antes de aplicar el filtro). 
 
Finalmente, cambiar el VBW no variará la sensibilidad, pero si la discernabilidad 
en medidas de bajo nivel. 
 




Fig. A.4 Opciones de RBW y VBW. 
 
A.1.5  Barrido 
 
El tiempo de barrido es el tiempo transcurrido en cada barrido de frecuencia. 
También se le conoce como tiempo de escaneo. La tasa del barrido dependerá 
del RBW, del VBW y del rango de frecuencias seleccionados, y generalmente no 
lo escoge el usuario y se puede calcular mediante: 
 
 




 𝛥f: Incremento de la frecuencia 
 fstop: Frecuencia final 
 fstart: Frecuencia inicial 
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 Sweep Time: Tiempo de barrido 
 
Si el tiempo de barrido es demasiado bajo, los filtros no tienen tiempo de 
responder (se tiene que recordar que necesitan de un tiempo para establecerse 
y para medir el output) con lo cual la medida no es precisa. Se puede ver si esto 
está sucediendo observando la señal en pantalla: esta aparecerá con las líneas 
más anchas y con un pequeño desplazamiento hacia la derecha. 
 
El Anritsu MS2034 selecciona la velocidad de barrido (sweep speed) adecuada 
a partir del RBW y del VBW de modo que sea el más rápido posible sin llegar a 
comprometer la precisión de la medida, ahorrando al usuario dicho cálculo. Será 
más rápido para anchos de banda más grandes (tanto de RBW como de VBW) 
y, por lo tanto, más lento cuando se trabaje con anchos de banda estrechos. 
 
De todos modos, dicho valor puede ser modificado manualmente. Los valores 
posibles van desde los 0.05 ms hasta los 4294 s. Aun así, el instrumento no 
permitirá establecer un valor de velocidad de barrido que no garantice medidas 
precisas, es decir, no permitirá ir más rápido de lo que RBW y VBW permiten 
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A.1.6  Tipos de medidas 
 
Las medidas que el equipo es capaz de realizar son las siguientes: 
 
1. Ancho de banda ocupado 
2. Potencia de canal (también GSM) 
3. Ratio de potencia de canal adyacente (también GSM) 
4. Emisión de espurios fuera de banda 
5. In-Band/Out-of-channel 
6. Emisión de espurios dentro de banda 
7. Fuerza del campo 
8. Demodulación AM/FM/SSB 
9. Ratio C/I (Carrier to interference) 
 
Siendo la “Potencia de canal” la opción escogida para las pruebas y 
experimentos de este trabajo. 
 
Este tipo de medida muestra la potencia de salida o la potencia de canal, de un 
transmisor a lo largo de un rango de frecuencias. Algunos de estos rangos y span 
para diferentes estándares de señal pueden ser establecidos automáticamente 
en Frequency -> Signal Standard. 
 
A.2  Generador de señales Agilent E4433B 
 
Para generar la señal a analizar en las campañas de medidas se ha utilizado el 
generador de señal Agilent E4433B del laboratorio 328B de la escuela. Esta es 





Fig A.6 Agilent E4433B. 
 
 
Únicamente ha sido necesario configurar la amplitud y la frecuencia de la señal 
que se ha generado, además de la activación de la salida RF la cual viene 
desactivada por defecto al iniciar (marcada en un cuadro rojo en la Figura 1.10). 
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La amplitud teórica de la señal generada por este instrumento puede ir desde los 
-135 dBm hasta los 20 dBm, aunque experimentalmente el máximo de potencia 
que se ha conseguido ha sido de unos 17 dBm. A partir de este punto el filtro del 
generador de señal se satura, creando una lectura falsa de potencia al añadir 
unos hipotéticos 3 dB de pérdidas que no son reales. 
La frecuencia en cambio puede configurarse desde los 250 KHz hasta un 
máximo de 4 GHz. Este máximo marca el límite de las frecuencias a las cuales 
se pueden realizar las medidas de potencia, pese a que el analizador de 
espectros sea capaz de medir señales hasta los 7.1 GHz. 
 
A.3  Antenas 
 
Las campañas de medidas se han realizado en un abanico de frecuencias que 













Fig. A.7 Antena VERT900. 
 
 
Se trata de una antena vertical dual-band que es capaz de funcionar en la banda 
frecuencial que va desde los 824 MHz hasta los 960 MHz y en la que va desde 
los 1710 MHz hasta los 1990 MHz. Presenta un diagrama de radiación 
omnidireccional y una ganancia de 3 dBi para todas las frecuencias. 
Esta antena se ha utilizado para medir la potencia a las frecuencias de 850 MHz 



























Fig. A.8 Antena VERT2450. 
 
 
Es una antena dual-band también cuyas bandas frecuenciales son la que va 
desde los 2.4 GHz hasta los 2.48 GHz y la que va desde los 4.9 GHz hasta los 
5.9 GHz. Presenta también una ganancia de 3 dBi a todas las frecuencias y un 
diagrama de radiación omnidireccional. 
Debido a la limitación del equipo Agilent E4433B, no se han podido aprovechar 
todas las frecuencias de esta antena, y únicamente se ha utilizado para realizar 











Fig. A.9 Antena SMA703. 
 
 
Esta antena, a diferencia de las anteriores, es tri-band y comprende las bandas 
frecuenciales de 144 MHz, 440 MHz y 1200 MHz. La ganancia únicamente es 
conocida para la frecuencia de 1200 MHz, y es de 3.4 dBi. 
 
Esta antena ha sido utilizada para medir en las mismas bandas frecuenciales 
que presenta exceptuando la de 440 MHz, cuya medida se ha realizado en 










ANEXO B. CÓDIGO DE LA INTERFAZ 
 
Código final de la aplicación 
 
function varargout = Measure_Campaign(varargin) 
% MEASURE_CAMPAIGN MATLAB code for Measure_Campaign.fig 
%      MEASURE_CAMPAIGN, by itself, creates a new MEASURE_CAMPAIGN or 
raises the existing 
%      singleton*. 
% 
%      H = MEASURE_CAMPAIGN returns the handle to a new MEASURE_CAMPAIGN 
or the handle to 
%      the existing singleton*. 
% 
%      MEASURE_CAMPAIGN('CALLBACK',hObject,eventData,handles,...) calls 
the local 
%      function named CALLBACK in MEASURE_CAMPAIGN.M with the given 
input arguments. 
% 
%      MEASURE_CAMPAIGN('Property','Value',...) creates a new 
MEASURE_CAMPAIGN or raises the 
%      existing singleton*.  Starting from the left, property value 
pairs are 
%      applied to the GUI before Measure_Campaign_OpeningFcn gets called.  
An 
%      unrecognized property name or invalid value makes property 
application 
%      stop.  All inputs are passed to Measure_Campaign_OpeningFcn via 
varargin. 
% 
%      *See GUI Options on GUIDE's Tools menu.  Choose "GUI allows only 
one 
%      instance to run (singleton)". 
% 
% See also: GUIDE, GUIDATA, GUIHANDLES 
  
% Edit the above text to modify the response to help Measure_Campaign 
  
% Last Modified by GUIDE v2.5 11-Jun-2017 16:20:16 
  
% Begin initialization code - DO NOT EDIT 
gui_Singleton = 1; 
gui_State = struct('gui_Name',       mfilename, ... 
                   'gui_Singleton',  gui_Singleton, ... 
                   'gui_OpeningFcn', @Measure_Campaign_OpeningFcn, ... 
                   'gui_OutputFcn',  @Measure_Campaign_OutputFcn, ... 
                   'gui_LayoutFcn',  [] , ... 
                   'gui_Callback',   []); 
if nargin && ischar(varargin{1}) 




    [varargout{1:nargout}] = gui_mainfcn(gui_State, varargin{:}); 
else 
    gui_mainfcn(gui_State, varargin{:}); 
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end 
% End initialization code - DO NOT EDIT 
 % --- Executes just before Measure_Campaign is made visible. 
function Measure_Campaign_OpeningFcn(hObject, eventdata, handles, 
varargin) 
% This function has no output args, see OutputFcn. 
% hObject    handle to figure 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
% varargin   command line arguments to Measure_Campaign (see VARARGIN) 
serialPorts = instrhwinfo('Bluetooth'); 
visaPorts = instrhwinfo('visa','ni'); 
nPorts = length(serialPorts.RemoteNames); 
nVisa = length(visaPorts.ObjectConstructorName); 
set(handles.portList, 'String', ... 
    [{'Selecciona un dispositivo'} ; serialPorts.RemoteNames ]); 
set(handles.portList, 'Value', 2);    
set(handles.visaList, 'String', ... 
    [{'Selecciona un instrumento'} ; visaPorts.ObjectConstructorName ]); 
set(handles.visaList, 'Value', 2); 
% Choose default command line output for Measure_Campaign 
handles.output = hObject; 
set(handles.connectButton, 'enable', 'off') 
set(handles.medirpotenciaygps, 'enable','off') 
% Update handles structure 
guidata(hObject, handles); 
  




% --- Outputs from this function are returned to the command line. 
function varargout = Measure_Campaign_OutputFcn(hObject, eventdata, 
handles)  
% varargout  cell array for returning output args (see VARARGOUT); 
% hObject    handle to figure 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
  
% Get default command line output from handles structure 
varargout{1} = handles.output; 
  
  
% --- Executes on button press in medir. 
function medir_Callback(hObject, eventdata, handles) 
% hObject    handle to medir (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
%Loop para tomar muestras GPS 
cla(handles.gpsaxes,'reset'); 









%serConn.BytesAvailableFcn = @GPS_callback; 









xlim(handles.gpsaxes, [1.7170 1.7180]); 




    flushinput(serConn); 
    NMEA=nmealineread(a); 
    lat=NMEA.latitude; 
    lon=NMEA.longitude; 
    plot(lon,lat,'.r','MarkerSize',20) 
    lat2=num2cell(lat); 
    lon2=num2cell(lon); 
    %h = zoom; 
    %h.Motion = 'both'; 
    %h.Enable = 'on'; 
    latlon(i, 1)=lat2; 
    latlon(i, 2)=lon2; 
    %c=clock; 
    c=datestr(now, 'HH:MM:SS.fff'); 
    c2=datestr(now, 'HH:MM:SS.fff'); 
    c2(regexp(c2,'[:,.]'))=[]; 
    %latlon(i,3)=c(4); 
    %latlon(i,4)=c(5); 
    %latlon(i,5)=c(6); 
    %o=strcat(num2str(c(4)),deli,num2str(c(5)),deli,num2str(c(6))) 
    latlon(i,3)=cellstr(c); 
    latlon(i,4)=cellstr(c2); 
    a=parfeval(p,fscanf(serConn),1,i); 
  
    %a=fscanf(serConn); 
    %serConn.BytesAvailableFcn = @GPS_callback; 
    a=serConn.BytesAvailableFcn; 
    b=strtok(a,','); 
    i=i+1; 
    assignin('base','i',i) 
    assignin('base','latlon',latlon) 
else 
    a=fscanf(serConn); 
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%    i=i+1; 
 %   assignin('base','i',i) 
  %  drawnow 
   % handles=guidata(hObject); 
%end 
  
     
% --- Executes on button press in conectar. 
function conectar_Callback(hObject, eventdata, handles) 
% hObject    handle to conectar (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 












% --- Executes on button press in conectanritsu. 
function conectanritsu_Callback(hObject, eventdata, handles) 
% hObject    handle to conectanritsu (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
%anritsu = instrfind('NI', 'visa-usb', 'RsrcName', 
'USB0::0x0B5B::0xFFF9::1048070_150_7::0::INSTR', 'Tag', ''); 
%if isempty(anritsu) 
%    anritsu = visa('NI', 
'USB0::0x0B5B::0xFFF9::1048070_150_7::0::INSTR'); 
%else 
%    fclose(anritsu); 








if strcmp(get(hObject,'String'),'Conectar') % currently disconnected 
    visaPortn = get(handles.visaList, 'Value'); 
    if visaPortn == 1 
        errordlg('Selecciona un instrumento válido'); 
    else 
        visList = get(handles.visaList,'String'); 
        visPort = visList{visaPortn}; 
        anritsu=eval(visPort) 
        try 
            fclose(anritsu); 
            fopen(anritsu); 
            assignin('base','anritsu',anritsu); 
            handles.anritsu = anritsu; 
            set(hObject, 'String','Desconectar') 
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        catch e 
            errordlg(e.message); 
        end 
         
    end 
else 
    set(hObject, 'String','Conectar') 
    handles.stopinst=1; 
%     hold off; 
    guidata(hObject,handles); 





% --- Executes on button press in setfreq. 
function setfreq_Callback(hObject, eventdata, handles) 
% hObject    handle to setfreq (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
%anritsu=handles.anritsu; 
%fwrite(anritsu,':CALC:MARK:X 500 MHZ'); 
anritsu=handles.anritsu; 
frec=str2num(get(handles.anrfreq, 'String')); 
Strcommand= strcat([':CALC:MARK:X ',num2str(frec)]); %':CALC:MARK:X 
'+frec+'s MHZ 100' 






% --- Executes on button press in potencias. 
function potencias_Callback(hObject, eventdata, handles) 
% hObject    handle to potencias (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 








i=1;      
%plot 
plotTitle = 'Campaña de medidas';  % plot title 
xLabel = 'Tiempo (s)';    % x-axis label 
yLabel = 'Potencia (dBm)';                % y-axis label 
plotGrid = 'on';                % 'off' to turn off grid 
min = -150;                     % set y-min 
max = -80;                      % set y-max 
scrollWidth = 10;               % display period in plot, plot entire 
data log if <= 0 
delay = .0000001;    
time = 0; 
q=0; 
count = 0; 
% plotGraph = plot(time,q,'-o',... 
%             'LineWidth',2,... 
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%             'MarkerFaceColor','w',... 





% axis([0 10 min max]); 





    count=count+1; 
    time(count) = toc; 
    fwrite(anritsu,':CALC:MARK:Y?'); 
    p=fscanf(anritsu,'%s'); 
    q(count) = str2num(p); 
%     hold(handles.grafica,'on'); 
%     set(plotGraph,'XData',time,'YData',q); 
%     axis([0 time(count) min max]); 
    xlim(handles.grafica, [0 time(count)]); 
    
plot(handles.grafica,time,q,'MarkerFaceColor',[0 0 1],'Marker','.','Co
lor',[0 0 1],'LineStyle','-'); 
    hold on; 
    drawnow; 
    q2=num2cell(q(count)); 
    potencias(i, 1)=q2; 
    c=datestr(now, 'HH:MM:SS.fff'); 
    c2=datestr(now, 'HH:MM:SS.fff'); 
    c2(regexp(c2,'[:,.]'))=[]; 
    potencias(i, 2)=cellstr(c); 
    potencias(i, 3)=cellstr(c2); 
    %c=clock; 
    %potencias(i, 2)=c(4); 
    %potencias(i, 3)=c(5); 
    %potencias(i, 4)=c(6); 
    handles.potencias=potencias; 
    i=i+1; 
    assignin('base','i',i); 
    assignin('base','potencias',potencias); 
    drawnow; 
    handles=guidata(hObject); 








% --- Executes on button press in descpot. 
function descpot_Callback(hObject, eventdata, handles) 
% hObject    handle to descpot (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
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% --- Executes on selection change in portList. 
function portList_Callback(hObject, eventdata, handles) 
% hObject    handle to portList (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
  
% Hints: contents = cellstr(get(hObject,'String')) returns portList 
contents as cell array 




% --- Executes during object creation, after setting all properties. 
function portList_CreateFcn(hObject, eventdata, handles) 
% hObject    handle to portList (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    empty - handles not created until after all CreateFcns 
called 
  
% Hint: listbox controls usually have a white background on Windows. 
%       See ISPC and COMPUTER. 
if ispc && isequal(get(hObject,'BackgroundColor'), 
get(0,'defaultUicontrolBackgroundColor')) 
    set(hObject,'BackgroundColor','white'); 
end 
  
% --- Executes on button press in connectButton. 
function connectButton_Callback(hObject, eventdata, handles) 
% hObject    handle to connectButton (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
if strcmp(get(hObject,'String'),'Conectar') % currently disconnected 
    serPortn = get(handles.portList, 'Value'); 
    if serPortn == 1 
        errordlg('Selecciona un puerto válido'); 
    else 
        serList = get(handles.portList,'String'); 
        serPort = serList{serPortn}; 
         
        %serConn = serial(serPort, 'TimeOut', 1, ... 
           % 'BaudRate', str2num(get(handles.baudRateText, 'String'))); 
         
                serConn = Bluetooth(serPort, 
str2num(get(handles.baudRateText, 'String'))); 
            
        try 
            fclose(serConn); 
            fopen(serConn); 
            assignin('base','serConn',serConn); 
            handles.serConn = serConn; 
            set(hObject, 'String','Desconectar') 
             
        catch e 
            errordlg(e.message); 
        end 
         
         
    end 
else 
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    set(hObject, 'String','Conectar') 
    handles.stop=1; 
    guidata(hObject,handles); 






function baudRateText_Callback(hObject, eventdata, handles) 
% hObject    handle to baudRateText (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
  
% Hints: get(hObject,'String') returns contents of baudRateText as text 
%        str2double(get(hObject,'String')) returns contents of 
baudRateText as a double 
  
  
% --- Executes during object creation, after setting all properties. 
function baudRateText_CreateFcn(hObject, eventdata, handles) 
% hObject    handle to baudRateText (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    empty - handles not created until after all CreateFcns 
called 
  
% Hint: edit controls usually have a white background on Windows. 
%       See ISPC and COMPUTER. 
if ispc && isequal(get(hObject,'BackgroundColor'), 
get(0,'defaultUicontrolBackgroundColor')) 
    set(hObject,'BackgroundColor','white'); 
end 
  
function figure1_CloseRequestFcn(hObject, eventdata, handles) 
% hObject    handle to figure1 (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
if isfield(handles, 'serConn') 
    fclose(handles.serConn); 
end 




% --- Executes on selection change in visaList. 
function visaList_Callback(hObject, eventdata, handles) 
% hObject    handle to visaList (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
  
% Hints: contents = cellstr(get(hObject,'String')) returns visaList 
contents as cell array 




% --- Executes during object creation, after setting all properties. 
function visaList_CreateFcn(hObject, eventdata, handles) 
% hObject    handle to visaList (see GCBO) 
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% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    empty - handles not created until after all CreateFcns 
called 
  
% Hint: listbox controls usually have a white background on Windows. 
%       See ISPC and COMPUTER. 
if ispc && isequal(get(hObject,'BackgroundColor'), 
get(0,'defaultUicontrolBackgroundColor')) 





function anrfreq_Callback(hObject, eventdata, handles) 
% hObject    handle to anrfreq (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
  
% Hints: get(hObject,'String') returns contents of anrfreq as text 
%        str2double(get(hObject,'String')) returns contents of anrfreq 
as a double 
  
  
% --- Executes during object creation, after setting all properties. 
function anrfreq_CreateFcn(hObject, eventdata, handles) 
% hObject    handle to anrfreq (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    empty - handles not created until after all CreateFcns 
called 
  
% Hint: edit controls usually have a white background on Windows. 
%       See ISPC and COMPUTER. 
if ispc && isequal(get(hObject,'BackgroundColor'), 
get(0,'defaultUicontrolBackgroundColor')) 




% --- Executes on button press in freq1. 
function freq1_Callback(hObject, eventdata, handles) 
% hObject    handle to freq1 (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
anritsu=handles.anritsu; 
frec=str2num(get(handles.edit4, 'String')); 
Strcommand= strcat([':SENS:FREQ:STAR ',num2str(frec)]); %':CALC:MARK:X 
'+frec+'s MHZ 100' 





% --- Executes on button press in freq2. 
function freq2_Callback(hObject, eventdata, handles) 
% hObject    handle to freq2 (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
anritsu=handles.anritsu; 
frec=str2num(get(handles.edit5, 'String')); 
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Strcommand= strcat([':SENS:FREQ:STOP ',num2str(frec)]); %':CALC:MARK:X 
'+frec+'s MHZ 100' 






function edit4_Callback(hObject, eventdata, handles) 
% hObject    handle to edit4 (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
  
% Hints: get(hObject,'String') returns contents of edit4 as text 




% --- Executes during object creation, after setting all properties. 
function edit4_CreateFcn(hObject, eventdata, handles) 
% hObject    handle to edit4 (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    empty - handles not created until after all CreateFcns 
called 
  
% Hint: edit controls usually have a white background on Windows. 
%       See ISPC and COMPUTER. 
if ispc && isequal(get(hObject,'BackgroundColor'), 
get(0,'defaultUicontrolBackgroundColor')) 





function edit5_Callback(hObject, eventdata, handles) 
% hObject    handle to edit5 (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
  
% Hints: get(hObject,'String') returns contents of edit5 as text 




% --- Executes during object creation, after setting all properties. 
function edit5_CreateFcn(hObject, eventdata, handles) 
% hObject    handle to edit5 (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    empty - handles not created until after all CreateFcns 
called 
  
% Hint: edit controls usually have a white background on Windows. 
%       See ISPC and COMPUTER. 
if ispc && isequal(get(hObject,'BackgroundColor'), 
get(0,'defaultUicontrolBackgroundColor')) 
    set(hObject,'BackgroundColor','white'); 
end 
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% --- Executes on button press in span. 
function span_Callback(hObject, eventdata, handles) 
% hObject    handle to span (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
anritsu=handles.anritsu; 
frec=str2num(get(handles.edit6, 'String')); 
Strcommand= strcat([':SENS:FREQ:SPAN ',num2str(frec)]); %':CALC:MARK:X 
'+frec+'s MHZ 100' 






function edit6_Callback(hObject, eventdata, handles) 
% hObject    handle to edit6 (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
  
% Hints: get(hObject,'String') returns contents of edit6 as text 




% --- Executes during object creation, after setting all properties. 
function edit6_CreateFcn(hObject, eventdata, handles) 
% hObject    handle to edit6 (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    empty - handles not created until after all CreateFcns 
called 
  
% Hint: edit controls usually have a white background on Windows. 
%       See ISPC and COMPUTER. 
if ispc && isequal(get(hObject,'BackgroundColor'), 
get(0,'defaultUicontrolBackgroundColor')) 




% --- Executes on button press in cfreq. 
function cfreq_Callback(hObject, eventdata, handles) 
% hObject    handle to cfreq (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
anritsu=handles.anritsu; 
frec=str2num(get(handles.edit7, 'String')); 
Strcommand= strcat([':SENS:FREQ:CENT ',num2str(frec)]); %':CALC:MARK:X 
'+frec+'s MHZ 100' 





function edit7_Callback(hObject, eventdata, handles) 
% hObject    handle to edit7 (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
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% Hints: get(hObject,'String') returns contents of edit7 as text 
%        str2double(get(hObject,'String')) returns contents of edit7 as 
a double 
  
% --- Executes during object creation, after setting all properties. 
function edit7_CreateFcn(hObject, eventdata, handles) 
% hObject    handle to edit7 (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    empty - handles not created until after all CreateFcns 
called 
  
% Hint: edit controls usually have a white background on Windows. 
%       See ISPC and COMPUTER. 
if ispc && isequal(get(hObject,'BackgroundColor'), 
get(0,'defaultUicontrolBackgroundColor')) 




% --- Executes during object creation, after setting all properties. 
function grafica_CreateFcn(hObject, eventdata, handles) 
% hObject    handle to grafica (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    empty - handles not created until after all CreateFcns 
called 
  
% Hint: place code in OpeningFcn to populate grafica 
  
fontSize = 10; % Whatever you want. 
  
% First for the first axes: 
xlabel('Tiempo (s)', 'FontSize', 8); 







%    try 
%        while com.BytesAvailable > 0 
%            data = fscanf(anritsu); 
%            fprintf('%s\n', data) 
% 
%            ind = find(data == ','); 
%            data = [str2double(data(1:ind(1)-2)), 
str2double(data(ind(1):end))]; 
% 
%            if(size(values, 1) > 199) 
%                values = [values(2:end,:); data]; 
%            else 
%                values = [values; data]; 
%            end 
%        end 
% 
%        if ~isempty(values) 
%            subplot(2,1,1); plot(values(:,1)); 
%            subplot(2,1,2); plot(values(:,2),'r'); 
%            pause(0.001) 
%        end 
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% --- Executes on button press in dataimp. 
function dataimp_Callback(hObject, eventdata, handles) 
% hObject    handle to dataimp (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 




% --- Executes on button press in dataorg. 
function dataorg_Callback(hObject, eventdata, handles) 
% hObject    handle to dataorg (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 





% --- Executes on button press in importgps. 
function importgps_Callback(hObject, eventdata, handles) 
% hObject    handle to importgps (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
  
load('gpsdata.mat','latlon'); 
%latlon = num2cell(latlon); 
%for i=1:size(latlon,1) 
    %latlon{i,3} = 
[num2str(latlon{i,3}),num2str(latlon{i,4}),num2str(latlon{i,5})]; 
%end 
%latlon(:,5) = []; 













% --- Executes on button press in importanritsu. 
function importanritsu_Callback(hObject, eventdata, handles) 
% hObject    handle to importanritsu (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
  
load('anrdata.mat','potencias'); 
%potencias = num2cell(potencias); 
%for i=1:size(potencias,1) 
   % potencias{i,2} = 
[num2str(potencias{i,2}),num2str(potencias{i,3}),num2str(potencias{i,4
})]; 
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%end 
%potencias(:,4) = []; 















% --- Executes on button press in procesaryordenar. 
function procesaryordenar_Callback(hObject, eventdata, handles) 
% hObject    handle to procesaryordenar (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
  
%importación de medidas de potencia y GPS 
load('gpsdata.mat','latlon'); 
%latlon = num2cell(latlon); 
%for i=1:size(latlon,1) 
    %latlon{i,3} = 
[num2str(latlon{i,3}),num2str(latlon{i,4}),num2str(latlon{i,5})]; 
%end 
%latlon(:,5) = []; 






%potencias = num2cell(potencias); 
%for i=1:size(potencias,1) 




%potencias(:,4) = []; 






























A = cell(10,5); 
inicionm=1; 
  
if (potlength < gpslength) 
     
    for i=1:rows2 
        col5=final(i,val2); %primer tiempo GPS 
        col5=str2double(col5{1}); %conversión 
        h2=str2double(final(:,val1)); %todos los tiempos de potencia 
        [c index] = min(abs(h2-col5)); 
        valorprox = h2(index);%encuentro el tiempo de potencia más 
cercano a mi tiempo GPS 
        A(inicionm,1)=final(i,5); 
        A(inicionm,2)=final(i,6); 
        A(inicionm,3)=final(index,1); 
        A(inicionm,4)=final(index,2); 
        A(inicionm,5)=final(index,3); 
        i=i+1; 
        inicionm=inicionm+1; 
     
    end 
  
else 
     
    for i=1:rows1 
        col3=final(i,val1); %primer tiempo GPS 
        col3=str2double(col3{1}); %conversión 
        h2=str2double(final(:,val2)); %todos los tiempos de potencia 
        [c index] = min(abs(h2-col3)); 
        valorprox = h2(index);%encuentro el tiempo de potencia más 
cercano a mi tiempo GPS 
        A(inicionm,1)=final(i,1); 
        A(inicionm,2)=final(i,2); 
        A(inicionm,3)=final(i,3); 
        A(inicionm,4)=final(index,5); 
        A(inicionm,5)=final(index,6); 
        i=i+1; 
        inicionm=inicionm+1; 
     
    end 
         
end 
% for i=1:rows2 
%          A(i,1)=final(i,1); 
%          A(i,2)=final(i,2); 
%          A(i,3)=final(i,3); 
%          A(i,4)=final(i,5); 
%          A(i,5)=final(i,6); 
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%          i=i+1; 




















%fid = fopen('Mymatrix.txt','wt'); 
  
%for ii = 1:size(B,1) 
%    fprintf(fid,'%g\t',B(ii,:)); 





% --- Executes during object creation, after setting all properties. 
function gpsaxes_CreateFcn(hObject, eventdata, handles) 
% hObject    handle to gpsaxes (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    empty - handles not created until after all CreateFcns 
called 
  




xlabel('Longitud','FontSize',8) % x-axis label 
ylabel('Latitud','FontSize',8) % y-axis label 
grid on 
  
% --- Executes on button press in checkbox1. 
function checkbox1_Callback(hObject, eventdata, handles) 
% hObject    handle to checkbox1 (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
  
% Hint: get(hObject,'Value') returns toggle state of checkbox1 
 if get(handles.checkbox1,'Value')==1 
                    %Allow input for editMaxResults 
                    set(handles.connectButton, 'enable', 'on') 
                    set(handles.medirpotenciaygps, 'enable','on') 
                    set(handles.medir, 'enable','on') 
                else 
                    %Block input for editMaxresults 
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                    set(handles.connectButton, 'enable', 'off') 
                    set(handles.medirpotenciaygps, 'enable','off') 
                    set(handles.medir, 'enable','off') 
                end 
 
  
% --- Executes on button press in medirpotenciaygps. 
function medirpotenciaygps_Callback(hObject, eventdata, handles) 
% hObject    handle to medirpotenciaygps (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
cla(handles.gpsaxes,'reset'); 
cla(handles.grafica,'reset'); 







i=1;      
%plot 
plotTitle = 'Campaña de medidas';  % plot title 
xLabel = 'Tiempo (s)';    % x-axis label 
yLabel = 'Potencia (dBm)';                % y-axis label 
plotGrid = 'on';                % 'off' to turn off grid 
min = -150;                     % set y-min 
max = -80;                      % set y-max 
scrollWidth = 10;               % display period in plot, plot entire 
data log if <= 0 
delay = .0000001;    
time = 0; 
q=0; 
count = 0; 
% plotGraph = plot(time,q,'-o',... 
%             'LineWidth',2,... 
%             'MarkerFaceColor','w',... 





% axis([0 10 min max]); 
xlim(handles.grafica, [0 10]); 
grid(plotGrid); 
%Fin parte Anritsu 
  
%Parte GPS 












xlim(handles.gpsaxes, [1 2.7]); 
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ylim(handles.gpsaxes, [41 41.8]); 
xlabel(handles.gpsaxes,'Longitud','FontSize',8) % x-axis label 
ylabel(handles.gpsaxes,'Latitud','FontSize',8) % y-axis label 
plot_google_map(handles.gpsaxes); 
%Fin parte GPS 
  
tic 
while (handles.stopinst==0) && (handles.stop==0); 
    if (strcmp(b,'$GPGGA')) 
        count=count+1; 
        time(count) = toc; 
        flushinput(serConn); 
        NMEA=nmealineread(a); 
        lat=NMEA.latitude; 
        lon=NMEA.longitude; 
        assignin('base','lat',lat); 
        lat2=num2cell(lat); 
        lon2=num2cell(lon); 
        fwrite(anritsu,':CALC:MARK:Y?'); 
        p=fscanf(anritsu,'%s'); 
        q(count) = str2num(p); 
        q2=num2cell(q(count)); 
        xlim(handles.grafica, [0 time(count)]); 
        plot(handles.grafica,time,q,'MarkerFaceColor',[0 0 
1],'Marker','.','Color',[0 0 1],'LineStyle','-'); 
        hold on; 
        drawnow; 
        potencias(i, 1)=q2; 
        c=datestr(now, 'HH:MM:SS.fff'); 
        c2=datestr(now, 'HH:MM:SS.fff'); 
        c2(regexp(c2,'[:,.]'))=[]; 
        potencias(i, 2)=cellstr(c); 
        potencias(i, 3)=cellstr(c2); 
        %c=clock; 
        %potencias(i, 2)=c(4); 
        %potencias(i, 3)=c(5); 
        %potencias(i, 4)=c(6); 
        handles.potencias=potencias; 
        plot(lon,lat,'.r','MarkerSize',20); 
        latlon(j, 1)=lat2; 
        latlon(j, 2)=lon2; 
        c=datestr(now, 'HH:MM:SS.fff'); 
        c2=datestr(now, 'HH:MM:SS.fff'); 
        c2(regexp(c2,'[:,.]'))=[]; 
        latlon(j,3)=cellstr(c); 
        latlon(j,4)=cellstr(c2); 
        %c=clock; 
        %latlon(j,3)=c(4); 
        %latlon(j,4)=c(5); 
        %latlon(j,5)=c(6); 
        %a=parfeval(p,fscanf(serConn),1,1); 
        a=fscanf(serConn); 
        b=strtok(a,','); 
        assignin('base','j',j) 
        assignin('base','latlon',latlon) 
        j=j+1; 
        assignin('base','i',i); 
        assignin('base','potencias',potencias); 
        i=i+1; 
        drawnow; 
        handles=guidata(hObject); 
Anexo  29 
 
        pause(delay); 
    else 
        a=fscanf(serConn); 
        b=strtok(a,','); 
    end 
    drawnow 















% --- Executes on button press in stopsencillo. 
function stopsencillo_Callback(hObject, eventdata, handles) 
% hObject    handle to stopsencillo (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
handles.stopinst=1; 
%     hold off; 
guidata(hObject,handles); 
     
  
  
% --- Executes on button press in stop2. 
function stop2_Callback(hObject, eventdata, handles) 
% hObject    handle to stop2 (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 






% --- Executes on button press in saveimg. 
function saveimg_Callback(hObject, eventdata, handles) 
% hObject    handle to saveimg (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
  
% Hint: get(hObject,'Value') returns toggle state of saveimg 
  
  
% --- Executes on button press in Campaign. 
function Campaign_Callback(hObject, eventdata, handles) 
% hObject    handle to Campaign (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
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% --- Executes on button press in stopgps. 
function stopgps_Callback(hObject, eventdata, handles) 
% hObject    handle to stopgps (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 





Código del script “NMEAreadline” 
 
function [data,ierr]  =  nmealineread(nline) 
%NMEALINEREAD reads an NMEA sentence into a MATLAB structure array 
% 
%  DATA  =  NMEALINEREAD(NLINE) 
%  [DATA,IERR]  =  NMEALINEREAD(NLINE) 
% 
%  NLINE is an NMEA sentence. DATA is a MATLAB structure array with a 
%  varying format, detailed below. 
% 
%  NMEALINEREAD currently supports the following NMEA sentences: 
%                   $GPGGA  Global positioning system fixed data 
%                   $GPGLL  Geographic poition [latitude, longitude & 
time] 
%                   $GPVTG  Course over ground and ground speed 
%                   $GPZDA  UTC date / time and local time zone offset 
%                   $SDDBS  Echo sounder data 
% 
%  $GPGGA gives a DATA structure with the following fields: 
%       Time        Day fraction 
%       latitude    Decimal latitude north 
%       longitude   Decimal longitude east 
% 
%  $GPGLL gives a DATA structure with the following fields: 
%       Time    Day fraction 
%       latitude    Decimal latitude north 
%       longitude   Decimal longitude east 
% 
%  $GPVTG gives a DATA structure with the following fields: 
%       speed       Speed over ground in knots 
%       truecourse  Course over ground in degrees true 
% 
%  $GPZDA gives a DATA structure with the following fields: 
%       Time    Day number 
%       offset      The offset (as a fraction of a day) needed to 
%                   generate the local time from BODCTime 
% 
%  $SDDBS gives a DATA structure with the following field: 
%       depth       Depth of water below surface (m) 
% 
% 
%  IERR returns an error code: 
%       -2  -  NMEA string recognised, but function not yet able to read 
%              this string 
%       -1  -  NMEA string not recognised 
%       0   -  No errors 
  
% Adam Leadbetter (alead@bodc.ac.uk) -      2006-Oct-24 
% Lex Lombardi (llombardi@dspaceinc.com) -  2014-Feb-19 
%                       partially updated to use textscan() for parsing 
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%                       added support for other fields in GPGGA 
%                       added checksum calculator 
ierr  =  0; 
% 
%%  Set up a list of valid NMEA strings 
% 
nmea_options  =  [  '$GPGGA' 
                    '$GPGLL' 
                    '$GPGSA' 
                    '$GPGSV' 
                    '$GPRMC' 
                    '$GPVTG' 
                    '$GPZDA' 
                    '$SDDBS']; 
% 
%%  Find which string we're dealing with 
fields = textscan(nline,'%s','delimiter',','); 
%pull the checksum out of the last field and make a new one for it 
fields{1}{end+1} = fields{1}{end}(end-1:end); 
%cut off the old last field at the chksum delimiter 
fields{1}(end-1) = strtok(fields{1}(end-1), '*'); 
case_t = find(strcmp(fields{1}(1), nmea_options),1); 
fields = char(fields{1}); 
  
%%  If no valid NMEA string found - quit with an error 
  
if isempty(case_t) 
    fprintf(1,'\n\tWarning: Not a valid NMEA string  -  %s ...\n',nline); 
    data  =  NaN; 
    ierr  =  -1; 
    return 
end 
% 
%% read and check the checksum 
% Initialise checksum  
checksum = uint8(0);       
  
%calc it - we drop the leading '$' and trim off the '*' and anything 
past it 
for i_char = 2:(find(nline=='*',1,'last')-1) 
    checksum = bitxor(checksum, uint8(nline(i_char)));  
end 




   %checksum is bad! 
    fprintf(1,'\n\tWarning: Checksum Bad  - %s ~= 
%s',fields(end),checksum); 
    data  =  NaN; 
    ierr  =  -1; 
    return 
end 
  
%% TURN ON THE SWITCH! 
  
switch case_t 
    case 1 %% GPGGA Read global positioning system fixed data 
         
        %first data field is the time 
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        t_time  =  fields(2,1:end); 
        if(isempty(t_time)) 
            data.BODCTime  =  NaN; 
        else 
            data.BODCTime  =  datenum(t_time,'HHMMSS') - ... 
                floor(datenum(t_time,'HHMMSS')); 
        end 
        clear t_time; 
         
        %next data field is the lat 
        t_lat  =  fields(3,1:end); 
        data.latitude  =  ... 
            str2double(t_lat(1:2)) + (str2double(t_lat(3:end))/60); 
        t_latDir = fields(4,1:end); 
        if(t_latDir  ==  'S') 
            data.latitude  =  data.latitude  *  -1; 
        end 
        clear t_lat t_latDir; 
         
        %then the lon 
        t_lon  = fields(5,1:end); 
        data.longitude  =  ... 
            str2double(t_lon(1:3)) + (str2double(t_lon(4:end))/60); 
        t_lonDir = fields(6,1:end); 
        if(t_lonDir  ==  'W') 
            data.longitude  =  data.longitude  *  -1; 
        end 
        clear t_lon t_longDir; 
         
        %Get the fix quality where 0 = none, 1 = GPS fix, 2 = DGPS fix 
        t_fix = fields(7,1:end); 
        data.fix  = str2double(t_fix); 
        clear t_fix; 
         
        %read the number of satellites 
        t_sat = fields(8,1:end); 
        data.satellites = str2double(t_sat); 
        clear t_sat; 
         
        %read HDOP 
        t_HDOP= fields(9,1:end); 
        if isempty(t_HDOP) 
            %do nothing 
        else 
            data.HDOP = str2double(t_HDOP); 
        end 
        clear t_HDOP; 
         
        %Read Altitude 
        t_alt = fields(10,1:end); 
        if isempty(t_alt) 
            %do nothing 
        else 
            data.altitude = str2double(t_alt); 
        end 
        clear t_alt; 
         
        t_altUnit = fields(11,1:end); 
        if (t_altUnit(1)=='M') 
            %do nothing 
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        else 
            fprintf(1,'\tWarning: unknown Altitude Unit - %s\n', 
t_altUnit); 
        end 
        clear t_altUnit; 
         
        % Height of geoid.... meh 
        t_altGeo = fields(12,1:end); 
        clear t_altGeo; 
        t_altGeoUnit = fields(13,1:end); 
        if (t_altGeoUnit(1)=='M') 
            %do nothing 
        else 
            fprintf(1,'\tWarning: unknown Height over WGS84 Unit - 
%s\n', t_altGeoUnit); 
        end 
        clear t_altGeoUnit; 
         
        %Time since DGPS update 
        t_DGPSupdate = fields(14,1:end); 
         
         
        %Checksum 
         
        t_chkSum = fields(15,1:end); 
         
    case 2 %% GPGLL Read geographic position [lat/lon] and time 
         
        t_lat  = fields(2,1:end); 
        data.latitude  =  str2double(t_lat(1:2)) + ... 
            (str2double(t_lat(3:end)) / 60); 
        t_latDir  =  fields(3,1:end); 
        if(t_latDir  ==  'S') 
            data.latitude  =  data.latitude * -1; 
        end 
        clear t_lat t_latDir 
         
        t_lon  =  fields(4,1:end); 
        data.longitude  =  str2double(t_lon(1:3)) + ... 
            (str2double(t_lon(4:end)) / 60); 
        t_lonDir = fields(5,1:end); 
        if(t_lonDir  ==  'W') 
            data.longitude  =  data.longitude  *  -1; 
        end 
         
        if(length(fields) == 7) 
            t_time  =  fields(6,1:end); 
            data.BODCTime  =  datenum(t_time,'HHMMSS') - ... 
                floor(datenum(t_time,'HHMMSS')); 
        else 
            data.BODCTime  =  NaN; 
        end 
         
    case 3 %% GPGSA: Read Procision and fix quality information 
        %fix and mode info in fields 2&3 
         
        t_mode = fields(2,1:end); 
        switch t_mode(1) 
            case 'M' 
34                                                 Desarrollo de una herramienta de drive testing para caracterizar la propagación radio 
 
                data.fixmode='Manual'; 
            case 'A' 
                data.fixmode='Automatic'; 
            otherwise 
                data.fixmode=NaN; 
        end 
        clear t_mode 
         
        t_mode = fields(3,1:end); 
        switch t_mode(1) 
            case '1' 
                data.fixtype=1; %no fix 
                data.fix=0; 
            case '2' 
                data.fixtype=2; %2D fix 
                data.fix=0; 
            case '3' 
                data.fixmode=3; %3D fix 
                data.fix=0; 
            otherwise 
                data.fixmode=NaN; 
        end 
        clear t_mode 
         
        %% satalite id's in fields 4-15 
        t_satID=str2num(fields(4:15,1:end)); 
        if not(isempty(t_satID)) 
            data.satellites=t_satID; 
        else 
            data.satellites=NaN; 
        end 
               
        %% Dilution of precision's 
        t_PDOP = fields(16,1:end); 
        if not(isempty(t_PDOP)) 
            data.PDOP=str2double(t_PDOP); 
        else 
            data.PDOP=NaN; 
        end 
         
        t_HDOP = fields(17,1:end); 
        if not(isempty(t_PDOP)) 
            data.HDOP=str2double(t_HDOP); 
        else 
            data.HDOP=NaN; 
        end 
         
        t_VDOP = fields(18,1:end); 
        if not(isempty(t_VDOP)) 
            data.VDOP=str2double(t_VDOP); 
        else 
            data.VDOP=NaN; 
        end 
        clear t_PDOP t_HDOP t_VDOP 
     
         
    case 6 %% GPVTG: Read course over ground and ground speed 
         
        t_course  =  fields(2,1:end); 
        if(isempty(t_course)) 
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            data.truecourse  =  NaN; 
        else 
            data.truecourse  =  str2double(t_course); 
        end 
         
        t_course  =  fields(4,1:end); 
        if(isempty(t_course)) 
            data.magneticcourse  =  NaN; 
        else 
            data.magneticcourse  =  str2double(t_course); 
        end 
         
        t_gspeed  =  fields(6,1:end); 
        if(isempty(t_gspeed)) 
            data.groundspeed.knot  =  NaN; 
        else 
            data.groundspeed.knot  =  str2double(t_gspeed); 
        end 
         
        t_gspeed  =  fields(6,1:end); 
        if(isempty(t_gspeed)) 
            data.groundspeed.kph  =  NaN; 
        else 
            data.groundspeed.kph  =  str2double(t_gspeed); 
        end 
         
        clear t_course t_gspeed; 
         
    case 7 %%  Read UTC Date / Time and Local Time Zone Offset 
         
        data.BODCTime  =  (datenum(nline(11:20),'dd,mm,yyyy') + ... 
            (datenum(nline(1:6),'HHMMSS') - ... 
            floor(datenum(nline(1:6),'HHMMSS')))); 
        data.offset  =  (str2double(nline(22:23)) + ... 
            (str2double(nline(25:26)) / 60)) / 24; 
    case 8 %%  Read echo sounder data 
         
        com_mask  =  strfind(nline,','); 
        data.depth  =  str2double(... 
            nline(com_mask(2) + 1: com_mask(3)-1)); 
    otherwise 
        data  =  NaN; 
        ierr  =  -2; 
        fprintf(1,... 
            '\n\tWarning: NMEA reader not yet implemented for this 
string  -  %s  ...\n',... 
            nline); 
end 
  
%%  Tidy up the output structure 






Código del script “get_google_map” 
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function varargout = plot_google_map(varargin) 
% function h = plot_google_map(varargin) 




% h = plot_google_map(Property, Value,...) 
% Plots the map on the given axes. Used also if no output is specified 
% 
% Or: 
% [lonVec latVec imag] = plot_google_map(Property, Value,...) 
% Returns the map without plotting it 
% 
% PROPERTIES: 
%    Axis           - Axis handle. If not given, gca is used. 
%    Height (640)   - Height of the image in pixels (max 640) 
%    Width  (640)   - Width of the image in pixels (max 640) 
%    Scale (2)      - (1/2) Resolution scale factor. Using Scale=2 will 
%                     double the resulotion of the downloaded image (up 
%                     to 1280x1280) and will result in finer rendering, 
%                     but processing time will be longer. 
%    Resize (1)     - (recommended 1-2) Resolution upsampling factor.  
%                     Increases image resolution using imresize(). This 
results 
%                     in a finer image but it needs the image processing 
%                     toolbox and processing time will be longer. 
%    MapType        - ('roadmap') Type of map to return. Any of [roadmap,  
%                     satellite, terrain, hybrid]. See the Google Maps 
API for 
%                     more information.  
%    Alpha (1)      - (0-1) Transparency level of the map (0 is fully 
%                     transparent). While the map is always moved to the 
%                     bottom of the plot (i.e. will not hide previously 
%                     drawn items), this can be useful in order to 
increase 
%                     readability if many colors are plotted  
%                     (using SCATTER for example). 
%    ShowLabels (1) - (0/1) Controls whether to display city/street 
textual labels on the map 
%    Style          - (string) A style configuration string. See: 
%                     
https://developers.google.com/maps/documentation/static-
maps/?csw=1#StyledMaps 
%                     http://instrument.github.io/styled-maps-wizard/ 
%    Language       - (string) A 2 letter ISO 639-1 language code for 
displaying labels in a  
%                     local language instead of English (where available). 
%                     For example, for Chinese use: 
%                     plot_google_map('language','zh') 
%                     For the list of codes, see: 
%                     http://en.wikipedia.org/wiki/List_of_ISO_639-
1_codes 
%    Marker         - The marker argument is a text string with fields 
%                     conforming to the Google Maps API. The 
%                     following are valid examples: 
%                     '43.0738740,-70.713993' (default midsize orange 
marker) 
%                     '43.0738740,-70.713993,blue' (midsize blue marker) 
%                     '43.0738740,-70.713993,yellowa' (midsize yellow 
%                     marker with label "A") 
%                     '43.0738740,-70.713993,tinyredb' (tiny red marker 
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%                     with label "B") 
%    Refresh (1)    - (0/1) defines whether to automatically refresh the 
%                     map upon zoom/pan action on the figure. 
%    AutoAxis (1)   - (0/1) defines whether to automatically adjust the 
axis 
%                     of the plot to avoid the map being stretched. 
%                     This will adjust the span to be correct 
%                     according to the shape of the map axes. 
%    FigureResizeUpdate (1) - (0/1) defines whether to automatically 
refresh the 
%                     map upon resizing the figure. This will ensure map 
%                     isn't stretched after figure resize. 
%    APIKey         - (string) set your own API key which you obtained 
from Google:  
%                     
http://developers.google.com/maps/documentation/staticmaps/#api_key 
%                     This will enable up to 25,000 map requests per 
day,  
%                     compared to a few hundred requests without a key.  
%                     To set the key, use: 
%                     
plot_google_map('APIKey','SomeLongStringObtaindFromGoogle') 
%                     You need to do this only once to set the key. 
%                     To disable the use of a key, use: 
%                     plot_google_map('APIKey','') 
% 
% OUTPUT: 
%    h              - Handle to the plotted map 
% 
%    lonVect        - Vector of Longidute coordinates (WGS84) of the 
image  
%    latVect        - Vector of Latidute coordinates (WGS84) of the 
image  
%    imag           - Image matrix (height,width,3) of the map 
% 
% EXAMPLE - plot a map showing some capitals in Europe: 
%    lat = [48.8708   51.5188   41.9260   40.4312   52.523   37.982]; 
%    lon = [2.4131    -0.1300    12.4951   -3.6788    13.415   23.715]; 
%    plot(lon,lat,'.r','MarkerSize',20) 
%    plot_google_map 
% 
% References: 
%  http://www.mathworks.com/matlabcentral/fileexchange/24113 
%  http://www.maptiler.org/google-maps-coordinates-tile-bounds-
projection/ 
%  http://developers.google.com/maps/documentation/staticmaps/ 
% 
% Acknowledgements: 
%  Val Schmidt for his submission of get_google_map.m 
% 
% Author: 
%  Zohar Bar-Yehuda 
% 
% Version 1.8 - 25/04/2016 - By Hannes Diethelm 
%       - Add resize parameter to resize image using imresize() 
%       - Fix scale parameter 
% Version 1.7 - 14/04/2016 
%       - Add custom style support 
% Version 1.6 - 12/11/2015 
%       - Use system temp folder for writing image files (with fallback 
to current dir if missing write permissions) 
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% Version 1.5 - 20/11/2014 
%       - Support for MATLAB R2014b 
%       - several fixes for complex layouts: several maps in one figure,  
%         map inside a panel, specifying axis handle as input (thanks 
to Luke Plausin) 
% Version 1.4 - 25/03/2014 
%       - Added the language parameter for showing labels in a local 
language 
%       - Display the URL on error to allow easier debugging of API 
errors 
% Version 1.3 - 06/10/2013 
%       - Improved functionality of AutoAxis, which now handles any 
shape of map axes.  
%         Now also updates the extent of the map if the figure is 
resized. 
%       - Added the showLabels parameter which allows hiding the textual 
labels on the map. 
% Version 1.2 - 16/06/2012 
%       - Support use of the "scale=2" parameter by default for finer 
rendering (set scale=1 if too slow). 
%       - Auto-adjust axis extent so the map isn't stretched. 
%       - Set and use an API key which enables a much higher usage volume 
per day. 
% Version 1.1 - 25/08/2011 
  
persistent apiKey useTemp 
if isnumeric(apiKey) 
    % first run, check if API key file exists 
    if exist('api_key.mat','file') 
        load api_key 
    else 
        apiKey = ''; 




    % first run, check we we have wrtie access to the temp folder 
    try  
        tempfilename = tempname; 
        fid = fopen(tempfilename, 'w'); 
        if fid > 0 
            fclose(fid); 
            useTemp = true; 
            delete(tempfilename); 
        else 
            % Don't have write access to temp folder or it doesn't exist, 
fallback to current dir 
            useTemp = false; 
        end 
    catch 
        % in case tempname fails for some reason 
        useTemp = false; 





% Default parametrs 
axHandle = gca; 
height = 640; 
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width = 640; 
scale = 2; 
resize = 2; 
maptype = 'roadmap'; 
alphaData = 1; 
autoRefresh = 1; 
figureResizeUpdate = 1; 
autoAxis = 1; 
showLabels = 1; 
language = ''; 
markeridx = 1; 
markerlist = {}; 
style = ''; 
  
% Handle input arguments 
if nargin >= 2 
    for idx = 1:2:length(varargin) 
        switch lower(varargin{idx}) 
            case 'axis' 
                axHandle = varargin{idx+1}; 
            case 'height' 
                height = varargin{idx+1}; 
            case 'width' 
                width = varargin{idx+1}; 
            case 'scale' 
                scale = round(varargin{idx+1}); 
                if scale < 1 || scale > 2 
                    error('Scale must be 1 or 2'); 
                end 
            case 'resize' 
                resize = varargin{idx+1}; 
            case 'maptype' 
                maptype = varargin{idx+1}; 
            case 'alpha' 
                alphaData = varargin{idx+1}; 
            case 'refresh' 
                autoRefresh = varargin{idx+1}; 
            case 'showlabels' 
                showLabels = varargin{idx+1}; 
            case 'figureresizeupdate' 
                figureResizeUpdate = varargin{idx+1}; 
            case 'language' 
                language = varargin{idx+1}; 
            case 'marker' 
                markerlist{markeridx} = varargin{idx+1}; 
                markeridx = markeridx + 1; 
            case 'autoaxis' 
                autoAxis = varargin{idx+1}; 
            case 'apikey' 
                apiKey = varargin{idx+1}; % set new key 
                % save key to file 
                funcFile = which('plot_google_map.m'); 
                pth = fileparts(funcFile); 
                keyFile = fullfile(pth,'api_key.mat'); 
                save(keyFile,'apiKey') 
            case 'style' 
                style = varargin{idx+1}; 
            otherwise 
                error(['Unrecognized variable: ' varargin{idx}]) 
        end 
    end 
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end 
if height > 640 
    height = 640; 
end 
if width > 640 
    width = 640; 
end 
  
% Store paramters in axis handle (for auto refresh callbacks) 
ud = get(axHandle, 'UserData'); 
if isempty(ud) 
    % explicitly set as struct to avoid warnings 
    ud = struct; 
end 
ud.gmap_params = varargin; 
set(axHandle, 'UserData', ud); 
  
curAxis = axis(axHandle); 
if max(abs(curAxis)) > 500     
    return; 
end     
  
% Enforce Latitude constraints of EPSG:900913  
if curAxis(3) < -85 
    curAxis(3) = -85; 
end 
if curAxis(4) > 85 
    curAxis(4) = 85; 
end 
% Enforce longitude constrains 
if curAxis(1) < -180 
    curAxis(1) = -180; 
end 
if curAxis(1) > 180 
    curAxis(1) = 0; 
end 
if curAxis(2) > 180 
    curAxis(2) = 180; 
end 
if curAxis(2) < -180 
    curAxis(2) = 0; 
end 
  
if isequal(curAxis,[0 1 0 1]) % probably an empty figure 
    % display world map 
    curAxis = [-200 200 -85 85]; 





    % adjust current axis limit to avoid strectched maps 
    [xExtent,yExtent] = latLonToMeters(curAxis(3:4), curAxis(1:2) ); 
    xExtent = diff(xExtent); % just the size of the span 
    yExtent = diff(yExtent);  
    % get axes aspect ratio 
    drawnow 
    org_units = get(axHandle,'Units'); 
    set(axHandle,'Units','Pixels') 
    ax_position = get(axHandle,'position');         
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    set(axHandle,'Units',org_units) 
    aspect_ratio = ax_position(4) / ax_position(3); 
     
    if xExtent*aspect_ratio > yExtent         
        centerX = mean(curAxis(1:2)); 
        centerY = mean(curAxis(3:4)); 
        spanX = (curAxis(2)-curAxis(1))/2; 
        spanY = (curAxis(4)-curAxis(3))/2; 
        
        % enlarge the Y extent 
        spanY = spanY*xExtent*aspect_ratio/yExtent; % new span 
        if spanY > 85 
            spanX = spanX * 85 / spanY; 
            spanY = spanY * 85 / spanY; 
        end 
        curAxis(1) = centerX-spanX; 
        curAxis(2) = centerX+spanX; 
        curAxis(3) = centerY-spanY; 
        curAxis(4) = centerY+spanY; 
    elseif yExtent > xExtent*aspect_ratio 
         
        centerX = mean(curAxis(1:2)); 
        centerY = mean(curAxis(3:4)); 
        spanX = (curAxis(2)-curAxis(1))/2; 
        spanY = (curAxis(4)-curAxis(3))/2; 
        % enlarge the X extent 
        spanX = spanX*yExtent/(xExtent*aspect_ratio); % new span 
        if spanX > 180 
            spanY = spanY * 180 / spanX; 
            spanX = spanX * 180 / spanX; 
        end 
         
        curAxis(1) = centerX-spanX; 
        curAxis(2) = centerX+spanX; 
        curAxis(3) = centerY-spanY; 
        curAxis(4) = centerY+spanY; 
    end             
    % Enforce Latitude constraints of EPSG:900913 
    if curAxis(3) < -85 
        curAxis(3:4) = curAxis(3:4) + (-85 - curAxis(3)); 
    end 
    if curAxis(4) > 85 
        curAxis(3:4) = curAxis(3:4) + (85 - curAxis(4)); 
    end 
    axis(axHandle, curAxis); % update axis as quickly as possible, before 
downloading new image 
    drawnow 
end 
  
% Delete previous map from plot (if exists) 
if nargout <= 1 % only if in plotting mode 
    curChildren = get(axHandle,'children'); 
    map_objs = findobj(curChildren,'tag','gmap'); 
    bd_callback = []; 
    for idx = 1:length(map_objs) 
        if ~isempty(get(map_objs(idx),'ButtonDownFcn')) 
            % copy callback properties from current map 
            bd_callback = get(map_objs(idx),'ButtonDownFcn'); 
        end 
    end 
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    delete(map_objs) 
     
end 
  
% Calculate zoom level for current axis limits 
[xExtent,yExtent] = latLonToMeters(curAxis(3:4), curAxis(1:2) ); 
minResX = diff(xExtent) / width; 
minResY = diff(yExtent) / height; 
minRes = max([minResX minResY]); 
tileSize = 256; 
initialResolution = 2 * pi * 6378137 / tileSize; % 156543.03392804062 
for tileSize 256 pixels 
zoomlevel = floor(log2(initialResolution/minRes)); 
  
% Enforce valid zoom levels 
if zoomlevel < 0  
    zoomlevel = 0; 
end 
if zoomlevel > 19  
    zoomlevel = 19; 
end 
  
% Calculate center coordinate in WGS1984 
lat = (curAxis(3)+curAxis(4))/2; 
lon = (curAxis(1)+curAxis(2))/2; 
  
% Construct query URL 
preamble = 'http://maps.googleapis.com/maps/api/staticmap'; 
location = ['?center=' num2str(lat,10) ',' num2str(lon,10)]; 
zoomStr = ['&zoom=' num2str(zoomlevel)]; 
sizeStr = ['&scale=' num2str(scale) '&size=' num2str(width) 'x' 
num2str(height)]; 
maptypeStr = ['&maptype=' maptype ]; 
if ~isempty(apiKey) 
    keyStr = ['&key=' apiKey]; 
else 
    keyStr = ''; 
end 
markers = '&markers='; 
for idx = 1:length(markerlist) 
    if idx < length(markerlist) 
        markers = [markers markerlist{idx} '%7C']; 
    else 
        markers = [markers markerlist{idx}]; 
    end 
end 
  
if showLabels == 0 
    if ~isempty(style) 
        style(end+1) = '|'; 
    end 




    languageStr = ['&language=' language]; 
else 
    languageStr = ''; 
end 
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if ismember(maptype,{'satellite','hybrid'}) 
    filename = 'tmp.jpg'; 
    format = '&format=jpg'; 
    convertNeeded = 0; 
else 
    filename = 'tmp.png'; 
    format = '&format=png'; 
    convertNeeded = 1; 
end 
sensor = '&sensor=false'; 
  
if ~isempty(style) 
    styleStr = ['&style=' style]; 
else 
    styleStr = ''; 
end 
  
url = [preamble location zoomStr sizeStr maptypeStr format markers 
languageStr sensor keyStr styleStr]; 
  
% Get the image 
if useTemp 
    filepath = fullfile(tempdir, filename); 
else 




    urlwrite(url,filepath); 
catch % error downloading map 
    warning(['Unable to download map form Google Servers.\n' ... 
        'Matlab error was: %s\n\n' ... 
        'Possible reasons: missing write permissions, no network 
connection, quota exceeded, or some other error.\n' ... 
        'Consider using an API key if quota problems persist.\n\n' ... 
        'To debug, try pasting the following URL in your browser, which 
may result in a more informative error:\n%s'], lasterr, url); 
    varargout{1} = []; 
    varargout{2} = []; 
    varargout{3} = []; 
    return 
end 
[M Mcolor] = imread(filepath); 
M = cast(M,'double'); 
delete(filepath); % delete temp file 
width = size(M,2); 
height = size(M,1); 
  
% We now want to convert the image from a colormap image with an uneven 
% mesh grid, into an RGB truecolor image with a uniform grid. 
% This would enable displaying it with IMAGE, instead of PCOLOR. 
% Advantages are: 
% 1) faster rendering 
% 2) makes it possible to display together with other colormap 
annotations (PCOLOR, SCATTER etc.) 
  
% Convert image from colormap type to RGB truecolor (if PNG is used) 
if convertNeeded 
    imag = zeros(height,width,3); 
    for idx = 1:3 
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        imag(:,:,idx) = reshape(Mcolor(M(:)+1+(idx-
1)*size(Mcolor,1)),height,width); 
    end 
else 
    imag = M/255; 
end 
% Resize if needed 
if resize ~= 1 
    imag = imresize(imag, resize, 'bilinear'); 
end 
  
% Calculate a meshgrid of pixel coordinates in EPSG:900913 
width = size(imag,2); 
height = size(imag,1); 
centerPixelY = round(height/2); 
centerPixelX = round(width/2); 
[centerX,centerY] = latLonToMeters(lat, lon ); % center coordinates in 
EPSG:900913 
curResolution = initialResolution / 2^zoomlevel / scale / resize; % 
meters/pixel (EPSG:900913) 
xVec = centerX + ((1:width)-centerPixelX) * curResolution; % x vector 
yVec = centerY + ((height:-1:1)-centerPixelY) * curResolution; % y vector 
[xMesh,yMesh] = meshgrid(xVec,yVec); % construct meshgrid  
  
% convert meshgrid to WGS1984 
[lonMesh,latMesh] = metersToLatLon(xMesh,yMesh); 
  
% Next, project the data into a uniform WGS1984 grid 
uniHeight = round(height*resize); 
uniWidth = round(width*resize); 
latVect = linspace(latMesh(1,1),latMesh(end,1),uniHeight); 
lonVect = linspace(lonMesh(1,1),lonMesh(1,end),uniWidth); 
[uniLonMesh,uniLatMesh] = meshgrid(lonVect,latVect); 
uniImag = zeros(uniHeight,uniWidth,3); 
  
% old version (projection using INTERP2) 
% for idx = 1:3 
%      % 'nearest' method is the fastest. difference from other methods 
is neglible 




uniImag =  myTurboInterp2(lonMesh,latMesh,imag,uniLonMesh,uniLatMesh); 
  
if nargout <= 1 % plot map 
    % display image 
    hold(axHandle, 'on'); 
    cax = caxis; 
    h = image(lonVect,latVect,uniImag, 'Parent', axHandle); 
    caxis(cax); % Preserve caxis that is sometimes changed by the call 
to image() 
    set(axHandle,'YDir','Normal') 
    set(h,'tag','gmap') 
    set(h,'AlphaData',alphaData) 
     
    % add a dummy image to allow pan/zoom out to x2 of the image extent 
    h_tmp = image(lonVect([1 end]),latVect([1 
end]),zeros(2),'Visible','off', 'Parent', axHandle); 
    set(h_tmp,'tag','gmap') 
Anexo  45 
 
     
    % older version (display without conversion to uniform grid) 
    % h =pcolor(lonMesh,latMesh,(M)); 
    % colormap(Mcolor) 
    % caxis([0 255]) 
    % warning off % to avoid strange rendering warnings 
    % shading flat 
    
    uistack(h,'bottom') % move map to bottom (so it doesn't hide 
previously drawn annotations) 
    axis(axHandle, curAxis) % restore original zoom 
    if nargout == 1 
        varargout{1} = h; 
    end 
     
    % if auto-refresh mode - override zoom callback to allow autumatic  
    % refresh of map upon zoom actions. 
    figHandle = axHandle; 
    while ~strcmpi(get(figHandle, 'Type'), 'figure') 
        % Recursively search for parent figure in case axes are in a 
panel 
        figHandle = get(figHandle, 'Parent'); 
    end 
     
    zoomHandle = zoom(axHandle);    
    panHandle = pan(figHandle); % This isn't ideal, doesn't work for 
contained axis     
    if autoRefresh         
        set(zoomHandle,'ActionPostCallback',@update_google_map);           
        set(panHandle, 'ActionPostCallback', @update_google_map);         
    else % disable zoom override 
        set(zoomHandle,'ActionPostCallback',[]); 
        set(panHandle, 'ActionPostCallback',[]); 
    end 
     
    % set callback for figure resize function, to update extents if 
figure 
    % is streched. 
    if figureResizeUpdate &&isempty(get(figHandle, 'ResizeFcn')) 
        % set only if not already set by someone else 
        set(figHandle, 'ResizeFcn', @update_google_map_fig);        
    end     
     
    % set callback properties  
    set(h,'ButtonDownFcn',bd_callback); 
else % don't plot, only return map 
    varargout{1} = lonVect; 
    varargout{2} = latVect; 




% Coordinate transformation functions 
  
function [lon,lat] = metersToLatLon(x,y) 
% Converts XY point from Spherical Mercator EPSG:900913 to lat/lon in 
WGS84 Datum 
originShift = 2 * pi * 6378137 / 2.0; % 20037508.342789244 
lon = (x ./ originShift) * 180; 
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lat = (y ./ originShift) * 180; 
lat = 180 / pi * (2 * atan( exp( lat * pi / 180)) - pi / 2); 
  
function [x,y] = latLonToMeters(lat, lon ) 
% Converts given lat/lon in WGS84 Datum to XY in Spherical Mercator 
EPSG:900913" 
originShift = 2 * pi * 6378137 / 2.0; % 20037508.342789244 
x = lon * originShift / 180; 
y = log(tan((90 + lat) * pi / 360 )) / (pi / 180); 
y = y * originShift / 180; 
  
  
function ZI = myTurboInterp2(X,Y,Z,XI,YI) 
% An extremely fast nearest neighbour 2D interpolation, assuming both 
input 
% and output grids consist only of squares, meaning: 
% - uniform X for each column 
% - uniform Y for each row 
XI = XI(1,:); 
X = X(1,:); 
YI = YI(:,1); 
Y = Y(:,1); 
  
xiPos = nan*ones(size(XI)); 
xLen = length(X); 
yiPos = nan*ones(size(YI)); 
yLen = length(Y); 
% find x conversion 
xPos = 1; 
for idx = 1:length(xiPos) 
    if XI(idx) >= X(1) && XI(idx) <= X(end) 
        while xPos < xLen && X(xPos+1)<XI(idx) 
            xPos = xPos + 1; 
        end 
        diffs = abs(X(xPos:xPos+1)-XI(idx)); 
        if diffs(1) < diffs(2) 
            xiPos(idx) = xPos; 
        else 
            xiPos(idx) = xPos + 1; 
        end 
    end 
end 
% find y conversion 
yPos = 1; 
for idx = 1:length(yiPos) 
    if YI(idx) <= Y(1) && YI(idx) >= Y(end) 
        while yPos < yLen && Y(yPos+1)>YI(idx) 
            yPos = yPos + 1; 
        end 
        diffs = abs(Y(yPos:yPos+1)-YI(idx)); 
        if diffs(1) < diffs(2) 
            yiPos(idx) = yPos; 
        else 
            yiPos(idx) = yPos + 1; 
        end 
    end 
end 
ZI = Z(yiPos,xiPos,:); 
  
  
Anexo  47 
 
function update_google_map(obj,evd) 
% callback function for auto-refresh 
drawnow; 
try 
    axHandle = evd.Axes; 
catch ex 
    % Event doesn't contain the correct axes. Panic! 
    axHandle = gca; 
end 
ud = get(axHandle, 'UserData'); 
if isfield(ud, 'gmap_params') 
    params = ud.gmap_params; 





% callback function for auto-refresh 
drawnow; 
axes_objs = findobj(get(gcf,'children'),'type','axes'); 
for idx = 1:length(axes_objs) 
    if ~isempty(findobj(get(axes_objs(idx),'children'),'tag','gmap')); 
        ud = get(axes_objs(idx), 'UserData'); 
        if isfield(ud, 'gmap_params') 
            params = ud.gmap_params; 
        else 
            params = {}; 
        end 
         
        % Add axes to inputs if needed 
        if ~sum(strcmpi(params, 'Axis')) 
            params = [params, {'Axis', axes_objs(idx)}]; 
        end 
        plot_google_map(params{:}); 
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1. Description       ：WSS016 Antenna With SMA(M) 
2. Customer       ：Ettus Research LLC 
3. Model No.      ：WSS016 
4. Part No.       ：RU1MPA0001A 
5. Antenna Profile     ：236.5 mm (see Drawing) 
6. Color                           ：Black 
7. Electrical Characteristics 
Operating Frequency    ：824~960-1710~1990MHz 
Antenna Type     ：Dipole 
Polarization Type     ：Linear 
Type of Radiation    ：Toroidal 
Impedance      ：50 Ohm nominal 
V.S.W.R.      ：3.0:1 Max. 
8. Mechanical Characteristics  
Swivel       ：90 degrees 
Connector      ：SMA(M) 
Core       ：N/A 
9. Raw Material 
Coaxial Cable     ：RG-316 
Housing      ：TPU 












WSS016 824~960 / 1710~1990MHz








1. "VERT900" White imprinted and
    in the middle section of radome
2. Font: Arial Bold
3. Dim.: As below
 
9 Housing<Black> ν @WSS016 13φ*195L Housing<Black> Black 1 or Equivalent
8 Sleeve ν @7.4φ*50.0L Sleeve For RG-316 Brass/Silver 1 or Equivalent
7 Sleeve ν @6.6φ*75L Sleeve For RG-316 Brass/Silver 1 or Equivalent
6 Rivet ν @028922001-6  4.80*1.95φRivet Black 2 or Equivalent
5 Hinge-Base<Black> ν @13φHinge-Base*25.5L <Black> Black 1 or Equivalent
4 Hinge-Holder<Black> ν @WSS016 13φ*33L Hinge-Holde <Black> Black 1 or Equivalent
3 SMA(M) φ12.5 Shaft ν @0832A SMA(M) Shaftφ12.5 For RG316 Silver 1 or Equivalent
2 SMA(M) φ12.5 Body ν @0526A SMA(M)12.5D 19.4L Connector Black 1 or Equivalent
1 RG-316 Coaxial Cable ν @RG-316 CABLE 105SV Orange 192 1 or Equivalent
















 Housing Material Data Sheet 
? Housing – TPU 
 
 9
? Hinge (Base/Holder) – PC+ALLOY 
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1. Description       ：WSS007 Dual Band Antenna 
With SMA(M) 
2. Customer       ：Ettus Research LLC 
3. Model No.      ：WSS007 
4. Part No.       ：RU1WFI0001A 
5. Standard       ：IEEE 802.11a+b/g Wireless LAN 
6. Antenna Profile     ：197 mm (see Drawing) 
7. Color                           ：Black 
8. Electrical Characteristics 
Operating Frequency    ：2.4~2.5/5.15~5.35/5.725~5.85 GHz 
Antenna Type     ：Dipole 
Polarization Type     ：Linear 
Type of Radiation    ：Toroidal 
Peak Gain         ：2.0 dBi Typical 
Impedance      ：50 Ohm nominal 
V.S.W.R.      ：2.0:1 Max. 
9. Mechanical Characteristics  
Swivel       ：90 degrees 
Connector      ：SMA(M) 
Core       ：N/A 
10. Raw Material 
Coaxial Cable     ：RG-178 
Housing      ：TPU 
Hinge       ：PC+ALLOY 
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1. "VERT2450" White imprinted and
    in the middle section of radome
2. Font: Arial Bold




9 Housing ν 13φ*L155 Housing Black 1 or Equivalent
8 Heat Shrink Tube ν H-2(CB) φ5.0 Black 20 1 or Equivalent
7 Sleeve ν 5.2φ*24L*0.2T Sleeve silver 2 or Equivalent
6 Rivet ν 028922001-6  4.80*1.95φRivet Black 2 or Equivalent
5 Hinge-Base ν 13φHinge-Base * 25.5L Black 1 or Equivalent
4 Hinge-Holder ν 13φHinge-Holder 28L Black 1 or Equivalent
3 RP-SMA φ12.5 Shaft ν 0249A-B Connector RP-SMA(M) φ12.5 silver 1 or Equivalent
2 SMA φ12.5 Body ν 0526A SMA(M)12.5D 19.4L Connector Black 1 or Equivalent
1 RG-178 Coaxial Cable ν RG-178 CABLE 105SV Orange 95 1 or Equivalent
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Radiation Pattern – E Plane 
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Material Data Sheet 





Housing Material Data Sheet 
? Housing(外套)- TPU 
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? Hinge(上座/下座)- PC +ALLOY 
 

