Abstract. In distributed agile teams, people often use email as a knowledge sharing tool to clarify the project requirements (aka user stories). Knowledge about the project included in these emails is easily lost when recipients leave the project or delete emails for various reasons. However, the knowledge contained in the emails may be needed for useful purposes such as re-engineering software, changing vendor and so on. But, it is difficult to relate texts such as emails to certain topics because the relation is not explicit. In this paper, we present and evaluate a technique for automatically relating emails with user stories based on their text and context similarity. Agile project management tools can use this technique to automatically build a knowledge base that is otherwise costly to produce and maintain.
Introduction
In agile projects, requirements are commonly expressed using "user stories" in everyday language. These stories are not formalized and the meaning cannot be formally extracted. An example user story is as follows:
As a shopper, I want to pay online to checkout my shopping cart using MasterCard, Visa But, as someone leaves the team, it becomes hard to access that knowledge when needed later down the road. This paper presents and evaluates a solution that addresses this issue.
In this paper, we present a machine learning technique, Case Based Reasoning, to automatically relate emails with specific user stories. We do it by looking at the text, people and temporal similarity between emails and user stories. The results show that a well trained software can auto-tag emails with user stories. Also, we found that combining context with text similarity helps to find the related user stories with higher accuracy than using just text match alone.
We discuss the following topics in the next sections: Section 2 contains the problem statement and Section 3 contains related works in this area. Next, Section 4 presents our solution details and Section 5 illustrates the solution with an example. We discuss the results and evaluation of our solution in Section 6 and finally, we summarize the paper at the Conclusion.
The Problem
In collocated agile teams people mostly use face-to-face communication to share project related knowledge. But, in distributed agile teams, especially in hugely different time zones, people often use emails or text based communication for this purpose. As a side effect, distribution is beneficial for capturing knowledge for long term use in agile teams. However, even people in collocated teams often use emails to communicate with their customers and other stakeholders that are not located in the same office.
In software development projects, developers sometimes leave the team for various reasons. As said before, in distributed agile projects, important knowledge is often shared by emails. To transfer this knowledge for future use, one first needs to find the project related emails. Secondly, to build a usable knowledgebase, these emails should be related to specific user stories. If this is done, then another developer of the team will be able to easily find the necessary information when required.
From an end users' point of view, manually finding and relating the emails with user stories is a time-consuming and costly process. So, if a software can do this, then it may work as a knowledge-base even after someone leaves the team.
The core technical challenge in devising such a software solution is understanding the emails and relating them to specific user stories. The relation between an email and a user story is not explicit. The idea of using story ids or some kind of explicit markers in the emails also imposes the fact that one needs to look up the id in advance. Other approaches like modified email clients also imposes a behavioral change or a learning curve, which is often difficult for the people at the business end. We propose the auto-tagging to be a minimal change solution of the existing email process.
To find out the implicit relation between a free-format email and a use story, a software needs to handle similarity between two texts, which is a standard problem. However, pure text retrieval limits how accurate the assignment of email and user stories can be. Using context information has the potential to
