How to effectively use the non-volatile memories in the computing devices is a still open problem. In this paper, we present an efficient approach that uses the non-volatile memories for performance improvement of browser, which is one of key applications. By caching the popular web resources in the non-volatile memories that have fast data access speed, we could reduce the user-perceived performance up to 33% with real workloads.
Introduction
With the fast advance of semiconductor technologies, research and development of non-volatile memories are being actively performed in academies and industries. The representative examples of non-volatile memories are STT-RAM, PCRAM, and ReRAM. Even though the physical characteristics of them are not identical, they are commonly fast, non-volatile, and byte addressable. The non-volatile memories are anticipated as the next generation storage media, and thus research domain is spreading in semiconductor devices, system architectures, and operating systems order [1] [2] [3] .
How to effectively use the non-volatile memories in the computing devices is a still open problem. This paper focuses on how making use of the non-volatile memories for browsers. To the best of our knowledge, this is the first paper that presents an approach using the non-volatile memories for applications except for databases [4] . The browser is one of the most popular applications in the mobile devices. It is originally an application that retrieves and then presents the web resources like text and image from web servers, but now it has been evolved into a platform with the appearance of HTML5. Many users enjoy various services such as SNS (Social Network Services) and game through the browsers, so the performance of browser becomes more important. The performance of browser depends on resource loading time, page rendering time, and javascript execution speed [5] . Among them, slow resource loading time often becomes a performance bottleneck in mobile devices, which are based on wireless network [6] . In order to reduce the resource loading time, caching technique can be an effective solution [7, 8] . It is more important in mobile environments because it can reduce the latency that is higher in the mobile network and improves the mobile device's battery life [9] . By caching the web resources as files in the flash memory based storages like eMMC (embedded Multi-Media Cards) and SSD (Solid State Drives), the resource loading time can be reduced when users revisit same web pages because the browser doesn't need to download the same resources from the network again.
In this paper, we propose an efficient caching scheme that improves the browser performance using the non-volatile memory faster than NAND flash memory up to 2,500 times [3] . Since the space of non-volatile memory for caching is limited, we design two level caching scheme that exploits the reference locality and size information of web resources. The proposed scheme is implemented by modifying the QT-webkit, which is a widely used open source browser. Through the experiments, we observed that the hit ratio of real workloads is very high, and the proposed scheme significantly improves the browser performance with a small-sized non-volatile memory. Specially, we evaluated our scheme in terms of the page loading time, which is an important user-perceived metric.
Non-volatile Memory Based Browser Caching Scheme
Modern browsers employ caching scheme that stores the web resources of the visited pages in the storage, and then uses them to render when users revisit that page. If the resources required for page rendering are same with the previously stored ones, the browser uses them in the storage rather than re-downloading them from network. If non-volatile memories with fast data access speed are used for browser cache and the caching algorithm is well designed, the resource loading time can be more reduced. Since the capacity of non-volatile memories may be limited due to high cost, the caching space should be carefully used. To this end, we employ two level caching architecture that consists of the first cache using the non-volatile memory and the second cache using the flash memory based storage. Although the non-volatile memory can be used as both main memory and storage, it is used as a block storage device in our work. Figure 1 shows the operations of the proposed caching architecture. When a user requests a web page, the browser requests many resources belong to the page as the requested HTML document is parsed. It first looks up the resources in the first cache using non-volatile memory instead of sending the request to the network. If the requested resources exist on the first cache, they can be processed instantly. If they do not exist on the first cache, the browser looks them up in the second cache. If they are on the second cache, they are copied into the first cache and then processed. If the requested resources do not still exist on the second cache, the browser sends the requests for the resources to web server or proxy server. Almost commercial browsers employ the popularity based caching algorithm such as LRU (Lease Recently Used) or LFU (Lease Frequently Used) to maximize the hit ratio [10] . Since they are originally designed for desktop or laptop that has sufficient caching space, elaborate caching algorithms are not needed. However, if the expensive non-volatile memories are used for the cache, more efficient caching algorithm should be employed. As each resource has different size as well as popularity, the frequently used and small-sized resources should be kept for caching to efficiently manage the space of the first cache. In order to exploit both popularity and size of resources, we divide the first cache space into two areas: LRU area where the resources are maintained in LRU order, and SIZE area where the resources are maintained in size order. Figure 2 shows the operations of our LRU+SIZE caching scheme. If the first cache does not have sufficient free space, free space is reclaimed by moving less valuable resources to the second cache. When free space of the first cache becomes below a threshold, our scheme first moves the least recently used resources in the LRU area into the SIZE area. Note that several resources can be moved together from the LRU area to the SIZE area to obtain sufficient free space because the sizes of resources are different. When space of the SIZE area is also below the threshold, the largest resource is first moved into the second cache.
Finally, the second cache is maintained in the LRU order, so the least recently used resource is first removed. When a resource in the SIZE area of the first cache or a resource in the second cache is required again, the resource migrates into the LRU area of the first cache. If the space of the first cache is not sufficient for the migration operation, the above mentioned replacement process is performed again.
Performance Evaluation
To demonstrate the effectiveness using the fast non-volatile memories for the browser performance improvement, we implemented our scheme on QT-webkit. As the non-volatile memories are not available in our experiments yet, we used a small-sized DRAM with RAMDISK instead. Note that the I/O performance of DRAM is similar to that of STT-RAM, and a little higher than that of PCRAM or ReRAM [3] . We first gathered real workloads using browsinghistoryview tool, and they consist of 1,321 pages and 260,991 resources [11] . Figure 3 shows the average resource loading time. Our experiments have been performed with two scenarios: when the storage is busy and idle. We used the Bonnie++ as a background task for busy storage scenario, which is a benchmark tool that tests large file I/O and creation/deletion of small files [12] . We can see that the average resource loading time sharply decreases as the first cache size increases. If the first cache size is enough as 64MB, the average resource loading time decreases as 32% and 34% when storage is busy and idle, respectively.
We also measured our scheme with the user-perceived metric. Many existing caching studies focus on the number of hits and ignore the question of how fast the system runs from user's point of view [13] . Figure 4 shows the performance of our scheme in terms of page loading time. If just 4MB of non-volatile memory is used, our scheme could reduce the page loading time as 13% and 12% for two scenarios, which are equivalent to about 0.4secs. When non-volatile memory is enough used, the page loading time is reduced as 0.98secs and 1.03secs for two scenarios. 
Conclusion
A practical approach using non-volatile memories for application performance improvement was presented. We demonstrated that the web browser, which is one of the most popular applications could be improved with a small-sized non-volatile memory in terms of user-perceived performance. We believe that our scheme can be more improved by caching valuable in-memory structures such as render tree by exploiting the non-volatile feature.
