ABSTRACT-A person's name is regularly used to uniquely identify himself/herself from others; unfortunately names are in no way unique and this leads to serious problems. For instance, when trying to retrieve papers from academic database repositories, it can be difficult to distinguish one author from another if the individuals in question have the exact same name. An author can also assume another name, for instance by using the full name. Thus, being able to differentiate which person a specific name is referring to can be tricky. In this paper, we propose a method to solve this ambiguity problem by gathering information from bibliographic databases and using this information to create a social network tree. Based on the relationships created among co-authors it is possible to disambiguate authors with a high-level of accuracy.
INTRODUCTION
Names are not unique to a single person. For instance, the most common last name in North America is Smith [1] . Every year there are new lists of top 100 baby names for boys and girls. If one would take a look at these lists, one would notice that the top names do not vary much from year to year.
Name ambiguity occurs at an early age and examples of this can be traced back to kindergarten. If a class has students with the same first name, such as John, the first initial of the student's last name may be included in order for teachers and students alike to differentiate between which John they are referring to: so John Smith would be called John S.
Similarly, if the names extend past just the given name, teachers have to become more creative. The problem with having two people with the exact same name is called a namesake. In order to overcome this issue, the teacher may say that one John Smith would just be called John and the other John Smith would be called Johnny.
This same problem becomes serious when it is transferred to a professional environment, e.g., when it occurs in academic publications that exist in databases repositories like DBLP. Researchers have the problem of namesakes because as we noted before, names are not unique identifiers. The issue with this is that unlike in a classroom where there is a restricted number of students. The ambiguity of names in the academia is a global issue where the same name may exist within the same domain of research or different research interests and within the same university or in different universities, though the latter case is more common.
Unfortunately publications are cited by name and hence it is difficult to identify and separate the exact publications of a given researcher in order to avoid giving the credit where it does not belong.
Digital libraries, e.g., DBLP, IEEE, ACM, Springer, Scopus, etc are all available on the World Wide Web (WWW). It should come to no surprise then that the issue of namesakes and name ambiguity can occur on these sites. Searches can be conducted by looking up authors, but as Figure 1 shows this can lead to confusion, as these websites do not have the ability to filter or identify a single individual from authors with the same name.
In the results of a search for papers written by a common name, say Ken Barker in 2009 alone, we can see the occurrence of namesakes. In Figure 1 , we see that DBLP has correctly returned papers written by Ken Barker. The highlighted papers outlined by red and green show that these publications are actually referring to two different persons with the exact same name. When clicking on the bibliographic information on these two authors, we see different information returned. This can be seen in Figure 2 .
These academic websites have no way of differentiating between these two authors, so the search results of authors are not accurate. Knowing merely that the author of interest is Ken Barker; these sites will search their database and return any results that have Ken Barker as an author.
While investigating this issue of name ambiguity, we noticed a common trend: researchers throughout their career will meet peers and most of the time will mostly continue to collaborate with them, regardless whether they switch academic institutions. This relationship between authors and co-authors can help us distinguish one researcher from another.
In this paper, we propose a method that relies on the relationship made between authors of a paper as well at other information taken from bibliographic databases. We have created a web crawler that will go through ACM, DBLP and IEEE libraries. From these sites we collect papers of specific authors as well as information on these researchers. With this information in turn, we can create a network graph/tree. The nodes represent the researchers and within the nodes we have more information related researchers, such as their academic institutions. With these nodes we will begin to create associations between authors and co-authors. This approach will slowly create a network of clusters among researchers and allow the user to see namesakes or aliases of researchers.
RELATED WORKS
As stated in the introduction, we noted that the idea of name ambiguity and namesakes is not a new problem. This topic has been widely investigated and there are several varieties of techniques described in the literature. Looking at the previous research done we see that the idea of duplicating records in large data files was investigated in 1983 [2] . There was research done by Hernandez et. al who gathered large commercial databases and merged data from multiple sources, this he defined as the merge/purge problem and become efficient but costly [3] .
Branting has done a comparative study just on namematching algorithms [4] . Name-matching has been studied and in a study done by Top et al. they showed just how complex name-matching can be with various different situations just based on the name and different alias' a person can have, intentional or not [5] . Not only do names differ in spelling, but researchers such as Ji et al. are interested in the way that phonetics can help with name-matching; just another way researchers are thinking outside the box to accomplish the task of matching names to the appropriate persons [6] .
Recently, there are researchers who have used multi-layer clustering to try and detect name ambiguity [7] . Jiang et al. used a combination of package-merge algorithm, patternmatching techniques and fuzzy logic rules in their research.
A study was also carried out by Wu et al. and to solve name ambiguity, they also worked with obtaining more information on the authors, such as workplace and co-author relationships. Wu and his team used this information and applied the association rule and a pre-set threshold to differentiate between name distinctions [8] .
Research done in 2005 by Han used the method of K-way spectral clustering, relying on subsequent information given, such as co-authors, paper titles and publication venues [9] . With the clusters, they are able to differentiate groups and decide which groups had which members included in them. Wei et al. on the other hand, concentrated primarily on a biomedical academic website when creating an algorithm for name ambiguity [10] . By using EntrezIDs, he would match the EntrezID information with the information of authors. This allowed them to have a unique ID for each author. Even with this unique identifier and their smaller size database they gained about 75.1% precision when dealing with name ambiguity.
Shin et al. used social networks to resolve the issue of name ambiguity [11] . This research resembles ours described in this paper, as it focuses on the social networks created by authors and co-authors. They constructed their own namesake and name ambiguity algorithms in order to create their social networks. This research has impacted ours, but it is important to note that they have concentrated on DBLP as their main source of papers; DBLP will connect with other academic sites, but if there is no submission to DBLP then the paper will be left out. Since our research is based on the cumulative returns of the chosen academic research websites, with each having its own crawler, we can gather more information to create our network graph and hopefully also be able to gather more information if one website has a better biographical database.
There are a variety of other techniques used for identification purposes. There are a lot of creative combinations of techniques in just these few sample papers. All of these techniques are used to attempt to solve the problem of personal identification or name ambiguity. We can see that the issue of name ambiguity is a tricky one and all the papers attempted to solve this issue required many steps and more than one algorithm in order to come up with acceptable results. 
SYSTEM ARCHITECTURE
We need to rely on many parts of the system in order to properly handle name ambiguity. First, it is important to start off with a quick overview of all the parts.
In Figure 3 , we see the existence of web crawlers. The current implementation of our web crawlers will comb through the online databases and retrieve papers and authors whose names are attached to these papers. These web crawlers will be scheduled to run or will be manually run by the user. For our current research, we will concentrate on three academic websites: namely DBLP, ACM and IEEE, though others may be easily added if needed.
From the output of the web crawlers we will be able to analyze our results with our controller. It will have two main purposes. The first is to sanitize the information to make sure it is unified and the second is to merge papers that are the same from the different crawlers.
In order to easily retrieve and update the information returned from the web crawler, we will create a database that will store the information.
The graph function that we developed will be our main algorithm to build our graph and the relationships, with which we will be able to deal with namesakes and resolve name ambiguity.
Web Crawlers
In order to efficiently keep the database up to date, we have created automated web crawlers that will search through our three academic websites. Since all three websites have different bibliographic structures we require different crawlers to return specified information from the underlying database as shown in Table 1 . Since DBLP contains all of the author's papers, it will be our main source to get all authors and all the paper's information. Unfortunately DBLP doesn't have any of the author information such as Affiliation or email. This information is useful to identify authors with same names, but in this paper we will concentrate mainly on comparing an Author's coauthors to distinguish them.
With the list of papers and authors returned, the system will be able to utilize the information to help us create a network graph.
Controller
In the second step of our system architecture, we have the controller. It has two main functions: to merge papers returned from the crawlers that are the same. The crawlers will be pulling from DBLP and information from ACM/IEEE; there is possibility that researcher groups could have submitted their papers to individual academic websites. The paper could have been approved for more than one submission. If there are multiples of the same paper the controller will identify this and merge them together along with the information. The second role of the controller is to be able to sanitize the information. What is meant by sanitize, is to clean up the results so that our algorithm will be able to effectively analyze the information without any issues, such as issues which may arise when the results include special characters, these can be seen in languages that use accents such as French or Spanish.
Data Store
In the database we will be storing two sets of information taken from our controller.
The first will be the names of the authors. We will keep a list of names, which will be taken from the results of the DBLP crawler. The names will be added one by one into the database. In the beginning, we will have only one author; from there we will search the co-authors of a given paper. Through this iterating process, we will eventually be searching those previously added authors to see if there is a name that currently does not exist in our list. We can see an example of how this will be stored in Table 2 . Bruce Porter This will be used by both the controllers and by the graph function in order to create relationships. When we come across a new author we will add him or her to the current table of names and then in a next iteration of the author relationship table we will look for new relationships amongst them. This will create a domino effect and spread through the full database, returning to us a complete result. An example of how this is done is given in Table 3 .
Table 3. Relationships between authors and co-authors

Relationship Ken Barker -Reda Alhajj
Ken Barker -Bruce Porter
Looking at the tables, we can see how this relationship among co-authors will help us building our network graph. We see from the tables that there is a relationship between Ken Barker and Reda Alhajj, and another relationship exists between Ken Barker and Bruce Porter. Also note, that there is currently no relationship between Reda Alhajj and Bruce Porter in our database. This lack of a relationship is just as important as the relationships that exist because they will help us create an accurate network graph moving forward. Indeed the lack of relationship may be a good indicator that the two occurrences of Ken Barker are not the same person.
The second information that the database will keep track of is the list of paper titles. Once again, the system will be merging those papers that are exact duplicates of one another. Unlike other research papers, this one is based on multiple academic databases so the occurrence of duplicate papers is likely since these are separate websites. We will have to be able to properly identify and merge papers that are similar.
Graph Function
Using our knowledge of the current system, we now move on to the graph function. This part of the system is to be considered the heart of our overall architecture. The role of the graph function is to take the knowledge from the database and turn it into a network graph of clusters. From these clusters we will be able to differentiate namesakes as well as be able to eventually merge alias names. 
Namesake
We can see from Figure 4 how this graph function will be developed. A node will represent the authors and the relationships are based on co-authors. So, if a node or author has collaborated with another node, we call this a relationship and connect those two nodes together. This will basically become a forest of trees. In Figure 4 , we see that two Ken Barkers exist. They both have the exact same name, but their relationships are distinct from each other. This will be the easiest case to confirm that these authors are indeed separate authors and that there is no need to merge them.
If for example in Figure 5 there is a case where two Ken Barkers exist with the same name and the co-authors are relatively similar, we will have to look at what degree of similarity these two clusters have. This will depend on the co-authors and the levels that these similarities occur on. If the similarities threshold is met, we will combine the two clusters.
Six Degrees of Separation
Another case study that needs to be explored is the idea of having a namesake within a namesake. In our tree, we note levels on the right. The deeper we move downward into the tree, the less value we give to that relationship. This rule is to prevent a phenomenon known as the Six Degrees of Separation [12] (or in pop-culture, the Seven Degrees of Kevin Bacon). This idea is well known: if one picks a person in the world, usually a celebrity, it will take six people or less in order to "know" this person. This will create a lot of "friend of a friend" instances, but in the end one will somehow be socially related to that chosen person. Unlike the idea of Six degrees of separation, we do not have a database that includes all of society and because of this we must put a limit on how much of a degree of separation we can allow before our analysis will no longer be optimal. In Figure 6 , we added another level of our network graph. Note that on level 3 we have two nodes in separate clusters with the name John Smith. Looking at the two clusters, we see there is noticeable difference in the other co-authors that Ken Barker has worked with. So, even though Ken Barker has associations with John Smith, this will have little effect since it occurs lower on the tree and the co-authors before him do not meet the threshold of similarities. We want to restrain our tree from adapting to the idea of six degrees of separation, so we have reduced the number into half; we will look at 3 degrees and put less weight on each level.
Multiple Names (Alias)
Another example to explore is the idea of an author using more than one name when publishing papers. Examples of this can be seen when a person uses his or her middle name to avoid the issue of namesakes. Or if the individual moves to another institution and the spelling of the name uses special characters. When first iterating through the tree, we may have two separate nodes for one author.
In the case of two nodes that actually represent one author occurring as shown Figure 7 , the system will have to be able to first identify and then merge the clusters. If the two clusters have a high enough agreeability rate, the root of the smaller cluster will have to be sanitized to conform to the larger cluster, which we will be merging with. This sanitization process is the only difference between a regular merge versus this specific type of merge. The clusters will be combined by integrating them together. In order to keep the databases as similar as possible, we will also have to reassign the papers that were previously assigned under the old author's name to the new author's name. This creates a cycle between the controller, the database and the graph algorithm. We can see the example of a merge occurring presented visually in Figure 7 . With the current system this situation is not handled. The issue with our current implementation is that if an author were to move to another academic institution, and no longer write with their former peers, the system then has no way of connecting the two entities. A solution to this issue is to be able to go through the paper using a PDF reader.
Unfortunately, the implementation for the PDF reader and the current system has not yet been incorporated in this running system. This is discussed more in future work.
EXPERIMENTAL RESULTS
Setup
The results are highly dependent on the system's ability to obtain all of the available papers from the specified author, using the three implemented web crawlers. The system must also have the ability to distinguish different authors with the same name. DBLP has standardized their data, thus obtaining authors and their papers do not require a check to be made for name abbreviation, or modifications; hence all records can be obtained by using our DBLP crawler to search the database.
The first step in the system is to declare a set of authors to act as our seeds. The crawlers will then be used by using the previously declared set to perform a DBLP search. Since DBLP returns a list of papers with their authors, we break them into two objects. The paper: this object consists of the paper's title, year, authors, topic and where it can be found, the hyperlink; this is shown in Figure 8 .
The second object that is created is the author: this consists of the authors name, affiliations, email, coauthors, and papers that he or she has participated in writing; this is shown in Figure 8 . Once all the available information of an author has been collected, the program enters a cyclic stage, the co-authors now become seeds and the cycle starts again. Eventually when all seeds have being added to the main set, we have finished collecting information and can now move to building our network.
The program then moves on to the next stage: Identifying authors with the same name and merging them into one, as shown in Figure 5 . If the situation occurs that we have a namesake within a namesake, the system will have to perform the most complicated step of the identification algorithm by using up to three levels of our created network to correctly merge authors and networks, as shown in Figure  6 . If two existing networks are separated and no affiliation is made between them up until three levels, we do not merge.
If there does exist a co-author within three levels we will assume this is the same person and merge. 
Results & Analysis
Our system was able to successfully reduce the number of potential distinct authors for two test names (Reda Alhajj and Ken Barker) drastically. In the case of Reda Alhajj we have a single author who is prolific and has numerous coauthors.
From our initial results returned from DBLP we were able to group first into 24 distinct authors, and then through path operations we were able to reduce down to 13 distinct authors. This drastically reduces the number of potential candidates to match using additional heuristics. (Table 4 .) accuracy to distinguish authors a restriction to comparing common names could be placed. For example if both authors share a paper with "John Smith" since this is such a common name it should not be used to identify the uniqueness of the author.
The current system also runs a lot slower than originally anticipated. A suggestion for future work is to incorporate something such as Hadoop [13] . This open-source framework will allow the system to be reliable and scalable.
Since it is utilizing distributed systems this will help speed up the system and will be able to get faster results.
CONCLUSION
In conclusion, we proposed a solution to solve the problem of name ambiguity. Through research we suggested using a method that relied on networking. Our data was taken from web crawlers that searched through academic websites, and extracting information specifically from the bibliographic pages that they supplied.
