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L'algorithme du mariage a pour but de pouvoir créer/associer des couples sur 
base des éléments de 2 ensembles de tailles égales et ayant définis des préférences 
pour les éléments de l'autre ensemble. Cet algorithme garantit de créer un en­
se111\.Jle de couples et ce de rna11ière optimale. 
Un tel algorithme est fort pratique d'utilisation car bien que le problème de 
base soit la création de couple homme-femme, il peut etre appliqué à un large 
panel de problèmes connus (assignation de résidents à des hopitaux, création de 
colocations, ... ) 
Un algorithme de ce t.ype est utilisé a11 sein des Fac11ltés NoLre Da.me de la 
Paix de Namur afin de proposer des assignations de mémoires sur base d'une liste 
de prélerences fournies par les étudiants ainsi que sur base de leur performance 
académique. 
Dans ce document, nous tenterons d'en apprendre un peu plus sur cet algo­
rithme et. aussi d'en dét.erminer sa complexité. Pour ce faire, 11011s réaliserons un 
rapide t.om d'horizon des différent,es formes de mariage st.able e l. nous présent,erons, 
ensuite, l'algorithme utilisé. Nous tenterons alors de c\'évaluner sa complexité 
1.·n k catégorisant. 
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Chapitre 2 
Topologie de l'algorithme 
du mariage stable 
2.1 Introduction 
Cette partie a pour but de faire un rapide état des lieux des différentes 
formes de mariages stables connus. Cette itération ne sera pas exhaustive et 
se contentera d'énoncer les caractéristiques de ces versions et éventuellement 
leur(s) complexité(s). Pour ce faire, nous sommes partis d'un document publié 
[15] au sein de l'université de Glasgow. 
2.2 Version classique 
Pour commencer, nous allons décrire le concept classique de mariage stable 1. 
Un tel problème est composé de deux ensembles disjoints, les hommes et les 
femmes et est dit de taille n. On notera, que la quantité totale de données 
pom une telle instance est en fait O(n2 ). Chaque pen;orme définit une liste 
de préférence stricterne11t ordo1111éc co11te11a11t les rnembres de l'autre e11sernble. 
Ainsi mie person11e p préfère mie pcr::;011ne CJ à per::;on11e r si et seulerne11t si q 
précède r snr la list,e de préférences de p. 
Dans ce cadre, un couple 1W est une association un-à-un entre hommes et 
femmes. Pour un couple (rn,w) E lvf, on dit que rn est le partenaire de w dans 
1W, ou m = p1W(w), et de même pour w. 
Il est ainsi possible de créer différentes attributions, c'est à dire des ensem­
bles de couples tel que M. On distinguera cieux types d'attributions opposées 
stable et instable. On dira qu'une attribution (matching) est dite instable si 
elle adrnet une ou plusieurs paire (s) bloquante(s). Une paire bloquante pour un 
couple JV! est une paire homme-femme (rn,w) (/:. JV!, où dH,que rnemure de cette 
paire préfère une autre perso1111e à leur partenaire <la11s JV! [6, 5]. Au contraire, 
un matching sera <lit stable s'il n'admet pas de paire bloquante. 
J. '-,\1. Stable 1narriage 
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Exemple: 
Considérons l'ensemble JW des hommes et leurs pré férences 
- Tom : ( Enuna, l(risten, Nina, Jude ) 
- John :( J(risten, Emma, Nina, Jitde) 
- Alex : ( Nina, Jude, Jùisten, Emma ) 
- Harry : ( J(r-isten, Jude, Nina, Emma ) 
Considérons l'ensemble IV des femmes et leurs préférences 
- Jude : ( Alex, Tom, John, Hany) 
- Nina : ( Tom, Hany, Alex, John ) 
- Kristen : ( Ale:c, John, Tom, Harry) 
Emma: ( Tom, John, Alex, Harry) 
Sur base de ces listes de préférences, l'a.t.Lribulion snivant.e pelll êt.re crée : 
( { Tom, Jude{, John, Nina}, { Ale:c, J(r'isten}, { Harry, Emma} ) 
Cette attribution n'est pas stable car elle admet au moins une paire bloquante, 
par exemple { Torn, Emma}. 
Toujous sur base de ces listes de préférences, l'attribution suivante peut être 
crée: 
( { Torn, Emma }, { John, J(r-isten }, { Alex, Nina }, { Harry, Jude } ) 
Cette attribution contrairement à la première est dite stable. 
Il est relativement aisé de vérifier si une attribution 1W est stable. Il faut 
pour chaque homme m, vérifier que pour chaque femme qu'il préfère à sa parte­
naire clans 1'1, cette femme w préfère rn à so11 partenaire dcu1s 1'1. Si c'est le 
cas, la paire trouvée est dite bloquante. Par cous<'.·quent, l'attrilmtio11 111 est 
dite iustaule. A co11trario, si aucuue paire: bloquante 11 'est trouvée m1 <lira de 
retr.e R,ttribntion qn'elle est stable. CN,t.e vérifir.at.ion pem êrre rr.alisée en un 
1.f•1np!; linéaire dépendant. de l'ent,rée, et. r.e en milisa.m des st.rur.t.mes de données 
ada.pt.ées pour représenter les préférences. 
Au travers de leur étude du mariage stable classique, Gale et Shapley on 
dévelopé u11 algorithme 2 permettant de trouver une attribution stable[4]. L'al­
gorithme s'éxécute en O(n2 ) pour un exemple de taille n. Ils onr. également. 
démontré que ponr toute instance du problème de mariage st,Rblc dassiqne, il 
existe au moins une solution.[2]. 
Ils ont constaté que l'algorithme, qui exploite les propositions faites par les 
hommes aux femmes, produit une correspondance où chaque homme a la meilleur 
partenaire qu'il peut avoir dans toutes les attributions stables. On nomme cette 
attribution "men-optimal", on dira clone que l'algorithme est "men-oriented ". En 
:' r·"'""' ,011s le nom de d'algorithme de Gale/Shapley (GS) 
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inversant les roles <les ho111mes et des fernl l les ont obtient, une solution "wornen­
oriented" produisant des attributions "women-optirnal " [4]. 
Plus tard, il a été constaté qu'une solution ::men-opL imal" se faiL Loujours au 
détriment des femmes. Plus précisément ,  chaque femme se voit associer le pire 
partenaire qu'elle puisse avoir parrnis toutes les possibilités [15]. 
L'algorithme contient un élémént de non-dét,erminisme , en effet , l 'ordre clans 
lequel les hommes chois issent n 'es t pas donné. 
011 notera, que cornn1e Grn,field et lrv i1 1g l 'ont 1 11011tré [4L quel que suit 
! 'ordre des propositions , le résultat obtenu sera toujours identique. 
Une extension de l'algorithme de Gale-Shapley permet de simplifier le pro­
cessus de création de paire. Cette version ajoute la suppression des hommes 
m/ suivants m et ce dans l'ordre de préférence de la liste d'une femme w en 
faveur d'un homme m dont elle a reçu une proposition d 'association. On sup­
prime également w des listes de préférences de m1 • Tous les couples stables sont 
contenus dans les CS-listes. Elles sont obtenues en prenant l'intersection des 
listes de préférences après l'applicat,ion séparée de l 'algorithme clans sa version 
"men-oriented" et "woman-oriented ". [4] 
2.3 Ensembles inégaux 
Il est assez aisé d'envisager une forme dérivée de mariage stable classique 
dans laquelle les ensembles li1 et 1V sont. de t ,a illes inégales. Dans ce cas, il est 
évident, que, quelque soit l'ensemble d'auribnt.ions, cenaines personnes doivenL 
se retrouver seules. 
Comme nous l'av011s vu précéden1e11t, afi n  de définir si une attribution est 
dite stable, il est nécessaire de définir le co11cept de paire bloquante. Ce concept 
doit être logiquement étendu ponr co11vrir cc cas. Ainsi une paire (m, w) (/:. JW 
bloque 1'1 si m esr, soir. sans partenaire , 011 préfère w à sa part.enairr clans M, 
et que w est, soi t .  sans p::1r t.e1rnire, 01 1 prP.f'Pre rn A son 11arten::1ire dans 1'1 [15]. 
Ci-après une illustration de cette forme dérivée de mariage stable et du concept 
c l , ·  p : 1 i re bloquante. 
Exemple : 
Considérons l 'ensemble JW des l iurnrnes et leurs préférences 
Tom : ( Emma, K,·isten, Nina, Jude ) 
John :( I<risten, Emma, Nina, Jude ) 
Alex : (  Nina, Jude, /(risten, Emma ) 
- Harry : ( /(risten, Jude, Nina, Ernm.a ) 
.f a ke : ( Emma, /(risten, Nù1,11, , Jude ) 
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Considérons l'ensemble W des lemmes et. leurs préférences : 
- Jude : ( Alex, Tom, John, Harry, Jake ) 
- Niua : ( Toui, Ha:rry, Ale:c, John, Jake) 
- I<riste11 : ( Ale:,;, John, Tom, fforry, Jake ) 
- E111ma : ( Tom, .John. Ale:c, Hu.rry. Jake ) 
Sur base de ces listes de préférences, l'attribution suivante peut être crée : 
( { Tom, Jurie}, { John, Nina }, { Jake, Kristen } , { Harry, Enima } ) . 
Cette attributiol l  11'est pas stable car elle adrnet au moins Ulle paire bloquallte, 
par exemple { Tom, Emma } comme pour le cas classique. Une autre paire 
bloquante intérresante peut être envisagée { John, ]( risten}. Dans l'attribution 
proposée John est sans partenaire. Une telle paire n'existe pas dans le problème 
de mariage stable classique. 
Toujous sur base de ces listes de préférences, l'attribution suivante peut. êt,re 
crée : 
( { Tom, Emma}, { John, Kristen } ,  { Alex, Nina } ,  { Harry, Jude } ) 
. Cette attribution contrairement à la première est dite stable. 
Nous avons vu que dans le cas d'un mariage stable classique, il existe toujours 
au moins une attribution stable comprenant tout les membres des deux ensem­
bles. Cette propriété n'est plus exacte dans le cadre des ensembles de tailles 
inégales. Cependant, cette propriété peut être dérivée en une forme différente 
dans notre cas. En effet,  si on considère l'ensemble le plus petit , il apparaît de 
manière évidente que cette propriété est toujours vrai pour cet ensemble. Ainsi , 
on peut dire qu'il existe au moins une attribution stable clans laquelle tous les 
membres de l'ensemble le plus petit sont mis en correspondance. 
Il a été montré [ 12] que le plus grand ensemble est divisé en cieux sous­
ensernbles, les membres ayant un partenaire dallS toutes les associations stables 
et les autres. 
2 .4 Liste incomplète 
Une forme fréquente de mariage stable est celle où les listes de préférences 
incomplètes sont autorisées. Cette forme est habituellement notée SMI ("Stable 
marriage with incomplete list" ). Le principe est le suivant, lorsque une personne 
veut marquer uu membre de l'autre ensernble cornrne inadéquat , elle l'ornettra 
de :;a li::;te de préférences. 
Comme nous l'avons fait pour les ensembles de tailles inégales, il est nécessaire 
de revoir le concept de stabilité. Pour ce faire il faut revoir la définition de 
paire bloquante. Considérons A l'ensemble des paires acceptables clans une in­
. f  , , 1 : r ·,· 1 rie SMI et a égal à I A \. Une association JW est un sous-ensemble des 
p; ; : • ·s ,H <·, ·pt nbles de A telle que l {rn. : (11 1., w)  E M } \ :::; 1 pour tout. ·1 n .  et 
g 
[ { w : (1n , w) E 111 } [  :c:; l pour tout w. Uue paire (11 1. , w) E J\1 est bloquante si ·1 1 1. 
est soit célibataire ou préfère w à. sa partenaire dam; 1'1, et w est soit célibarn.ire 
un préfère in à. son partemi.ire dam; J\ ! .  Uue attributio11 stable est doue une 
attributi011 ue co11te11ant pas de paire bloquaute. 
Exemple : 
Considfaons l 'cnscmblr. 111 des hommes r.l. leurs préffrr.nc.r.s incompl<\r, cs 
- Torn : ( E-111,nw., /(1·isten, Nina ) 
- Johu :( K,·isten, Ernrrw, Nina ) 
- Alex :( Nina, Jude, /(risten ) 
- Harry : ( /(risten, J1tde ) 
Considérons l'ensemble ],V des femmes et leurs préférences incomplètes 
- Jude : ( Tom, Harry, Alex ) 
- Nina : ( Tom, Hcwry, Alex ) 
- Kristen : ( Alex, John, Tom ) 
- Emma : ( Tom, John, A lex ) 
Sur base de ces listes de préférences, l 'attribution suivante pem être crée 
( { Tom, /(r-isten}, { John, Emma } ,  { Ale:c, J11de } ) 
Cette attribution n'est pas stable car elle admet au moins une paire blo­
quante, par exemple { Tom, Emma } comme pour le cas classique. Une autre 
paire bloquante intérresante peut être envisagée { Harry, Kristen }. Dans l'at­
tribution proposée Harry est sans partenaire. Une telle paire n'existe pas dans 
le problème de mariage stable classkp1e. 
Une conséquence évidente de cette extension est que certaines attributions 
seront impossibles. Un exemple simple est qu'il peut exister des personnes 
11 'aya11t m1cu11e correspomlance par111i leur 1 iste de préférences. 
Exemple: 
C 'o11sidérons l 'ensemble 111 des hommes et leurs préférences : 
- Tom : ( Emma, /(1-isten, Nina, J1tcle ) 
- John :( /(risten, Emma, Nina, Jude ) 
- Alex :( Nina, J1tcle, /(risten, Emma ) 
- Harry : ( /(r-isten, Jmle, Nina, Emma ) 
Considérous l 'ensemble lV des fcrnrnes et leurs préférences 
- Jude : ( Alex, Tom, John ) 
- Nina : ( Tom, Alex, John ) 
- I<risten : ( Ale:c, John, Torn ) 
- Emma : ( Torn, John, A lex ) 
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Il apparait clairement dans l'exemple précéclcm que Ha rry 11e dispose d 'au­
cune correspondance dans les listes de préférences des fern111es. 
Dans ce cadre, on asso ciera une notion de cohérenœ aux lisres de préférences 
[ 1 5]. Une list.e de préférences sera dit.e r.ohérent.e si 1111 individu -i apparaît dans 
la liste de préférences d'un second individu _j , si et. seulement. si, .i apparaît 
dans la liste de i. Par la suite on présumera toujours de la cohérence des listes 
de préférences. Toute liste peut être rendue cohérente en un temps linéaire en 
rapport avec la taille des entrées. Ceci est bien sûr fait sans changer l'ensem­
ble des couples stables car, pour rendre une liste cohérente, on supprimera des 
préférences qui ne feront jamais apparaître de couple ; la préférence étant uni­
latéral. Tenant compte de la cohérence des listes de préférences , on considère le 
couple homme m et la femme w comme acceptable si chacun apparaît dans la 
liste de préférences de l'autre [15]. 
Il a. été montré que dans une instance de SYII ,  les deux ensembles hommes et. 
femmes sont chacuns divisés en deux sous-ensembles [8]. Ces sous-ensembles en­
globent les individus qui ont des partenaires dans toutes les attributions stables 
ainsi que ceux n'ayant de partenaires dans aucune attribution stables [10]. 
Dans le cas de séries de tailles inégales, une instance de s::vn peut avoir le 
rnêrne ensernble d'association qu'une occure11 ce SM [ 15]. Pour ce faire il suffit 
de suivre le processus suivant 
supprimer les paires 11011 appariées 
- ensuite, pour chaque personne p restaute, ajouter toutes les autres du sexe 
opposé qui n'apparaissent pas déjà clans la. liste de p 
On 11t.ilise généralement. a comme mesure de complexit.é en t emps , tel q11e a est 
le nombre de couples acceptables pour une instance du problème. 
2 . 5  Indifférence 
Le problème du mariage stable classique requiert à chaque membre des deux 
c '1 1 :it> 1 1 1bles de fournir une liste de préférence di:l,I IS laquelle les pen,onnes sont 
classées de rnauièrc stricte (aucune égalité). Cependaut , il est i:lssez naturel d'en­
visager la possibilité d'indifférence voir d'égnlité entre deux personnes. Cette 
possibilité est une extension du problème dnssique qui ouvre à 11ne variété de 
problèmes e t  de résnlLaLs intéressants. 
L'indifférence peut amener à diverses interprétations. La plus naturelle se 
traduit par l'existence d'égalité. Plus formellement , il fa.ut envisager un ensemble 
J,V de /;; femmes étant à égalité clans la liste de préférences d'un homme m, de 
manière telle que m n'a pas de préférence entre wi et w_j, Vwi ,  w_j E lV. Alors 
que, Vw (/:. W et appartenant à la liste de préférence de m, soit m préfère w 
à toute autre femrne de lV , soit rn préfère toutes les fe11 11nes de Hl à w. Cette 
extension du problème proposent 1:1.insi deux 11ouvclles fon11cs de 111ariage stable : 
: 1 1 1 1 1 , , ; .v '.; t ;1ble avec égalités et listes complètes (SMT) et. 111c1riage stable avec 
'- 'i-'- i l : 1 ,  , 1 lisccs incomplètes (SMT I). 
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Exemple : 
Les égalit és d ;:rns l 'P.xemple s1 1 i wrnt. snl l l  nnt.éPs P.nt. rP. [) fH"P.lll hrses. Cons idérons 
l'ensemble J\tl des hommes et leurs préférences : 
- Tol l l  : ( Eumw, J(r-is/C'/1. N-i1 10,  Jude ) 
John : (  Kristen, (Emma, Nina.) , Jude ) 
- Alex : (  Ninn, Jude, Krist.en, Ernma ) 
- Harry : ( Kristen, Jurie, Ninn, Emrrw. ) 
Considérons l 'ensemble W des femmes et leurs préférences : 
- Jude : ( Alec, Tom, John, Hm·,·y ) 
- Nina : ( Tom, Harry, Ale:c, John ) 
- Kriste11 : ( Alex, John, Torn, Hany) 
Emma : ( Tom, ( John, Alex) , Harry ) 
Dans cer. r,e on peut; ainsi consLaLé que par J ohn n'a pas de préférence entre 
Emma et Nina. Il en va de 1nêrne clans le cas d'Emma qui n'a pas de préférence 
entre John et Ale:i: . 
Il existe une relat.ion assez simple ent;re le problème de mariage s t;a.ble avec 
égalité (eL listes incomplètes) et. le problème de mariage s table (avec list;es in­
complètes). En effet, pour une instance J de SMT(I), on peut produire une ou 
plusieurs instances de SiVI (I ) ,  en forcant l'ordonnancement clans J, c'est à dire 
en rompant les égalités. Les intances produites par cette opération sont appelées 
instances dérivées. 
Logiquement., si on R-11Lorise lïndi fférence, il nécessR-ire de redéfinir la notion 
de stabilité. Pour ce faire nous devons réévaluer la notion de paire bloquante. 
Considérons une paire n'appartenant pas à une association comme bloquante 
pour une association si , de par leur coexista11ce, les deux associations : 
- sont soit da11s mie meilleure situatio11 sans, 
- soit sont da11s une situation pire sans, 
on encore , une des associatio11s est dans une rneilleure situation sans tandis 
que la situation de l'autre est pire sans. 
Ces trois possibilités donnent lieu à des notions de stabilité faible, super­
s tabilité et forte stabilité [11 , 7]. Ces trois notions seront d'avantage i llustrées 
par la suite. 
2 . 5 . 1  Stabilité faible 
Nous cornrnenœrons par ér.udicr la forme de stabilité la plus faible. Pour 
ce faire, nous commencerons par définir la not,ion de paire bloquR-nt.e dans ce 
cadre. Considérons une inst.ance I de SMT. Une paire n'apparaissanL pRs clans 
111, bloque 1',/ si chaque membre de la paire préfère l'autre à son partenaire 
, L , : ,,; .\ / ;,:. 0 1 1  d ira donc que M est faiblerne11t stable, s 'il 11 'existe pas de paire 
l i l < ,qu,1 1 1 1 ,, _ l l llJ I" J\ { , 
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Exe1nple : 
Considérons l 'ensemble J\1 des hommes et leurs préférences : 
- Torn : ( Enmw., (J(risten, Nina), J'llde ) 
- .Johu : (  f(risten, (Emmo, Nina), Jude ) 
- Alex : (  Nina, J1tde, Kr-isten, Emma ) 
- Harry : ( 1(1,isten, Jude, Nina, Enmw ) 
Considérons l 'ensemble W des femmes et leurs préférences : 
- Jude : ( Ale:c, Torn, John, Ha:rry ) 
- Nina : ( Torn, Harry, Alex, John ) 
- Kristen : ( Ale:c, John, Torn, Harry ) 
- Emma : ( Torn, John, Alex, Han·y ) 
Sur base de ces listes de préférences, l'attribution suivante peut être crée 
( { Tom, J1ide } , { John, Nina } , { Ale:c, i(r-isten } , { HaT'T'y, Emma } ) 
Cette attribution n'est pas stable car elle admet au moins une paire blo­
quaute par exemple { Tom, Ernrrw. } comme pour le cas classique. Une autre 
paire inténesante à envisager est { John, Emma } . Cette paire n'est pas blo­
q 11ante mais el le exploite le mécanisme d'indifférence. 
De plus on dira que JW est faiblernent stable dans J, s'il est stable pour au 
moins une instance I' dérivée de J .  
L e  concept de stabilité faible est un co11cept difficile. On sait par exemple que 
des problèmes tels ri11e tro11ver unr mr.ribnr.ion avec égalité faiblement stable ou 
trouver une attribution avec regret minimum faiblernent stable sont tous deux 
NP-complet, même si les éga.li t és ne som présent.es riue d'un seul coLé [13]. 
2 . 5 . 2  Forte stabilité 
Nom; ve11011s de voir la fonue la plu:; faible de stabilité, nous allons 111ai11tc11a11t 
1 101 1:, i ntéresser R. un0. forme intermfaliaire ; la notion de forte stabilir.é. Pour 
( ·u1nrnencer nous allons redéfinir, clans ce contexte, le concept. de paire bloriua.nt.e 
eL ainsi redéfinir également. la notion de s t.abil iLé. Considérons une instance J de 
SlVIT. Une paire n'apparaissant pas clans JW, bloque 1W si un membre de la paire 
préfère l 'autre à son partenaire clans JVJ a lors que l 'autre est au moins indif érent 
[10]. M est dit forteme11t stable s'il n'existe pas une telle paire bloquante pour 
M . 
Exemple : 
Considérons l 'ensemble JW des hommes et leurs préférences 
- Tom : ( Emma, i(r·isten, Nina, Jude ) 
- Johu : (  Kristen, (Emma, Nina), J1ide ) 
. \ 1 , - -.- : (  Nino., Jude, l('f'isten, Emma ) 
l l ; r 1 1 _1· ( Nristen, Jude, Nina, Emnw ) 
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Considérons l 'ensemble W des femmes et leurs préférences : 
- Jude : ( Alex, Tom, John, Harry ) 
- Nina : ( Tom, J-fo:f ' l 'y, Ale:,;. John ) 
- Kristen : ( Ale:i;, John, Torn, Harry ) 
- Emma : ( Torn., John, Ale:,;, Harry ) 
Sur base de ces listes de préférences, l'attribution suivante pem être crée : 
( { Tom, Jude } .  { ,  John, Nina } , { Ale:c, Kr-isten } , { Hany, Ernrna } ) 
Cette attribution n 'est pas stable car elle admet au n1oil1s une paire blo­
quante par exemple { Tom, Emma } comme pour le cas classique. La paire { 
John, Emma } est également bloquante dans ce cas alors qu'elle ne l'est pas 
dans un cas de stabilité faible. En effet , Enima préfère John à H a,,.,,.y tandis 
que John n'a pas émis de préférence entre Emma et Nina. 
Une définition alternative, peut être formulée comme ceci [15] : Un rnatching 
111 est fortement stable dans une instance I de la SMT , si et seulement si, 
1. il existe une instance de S:MT J' obtenue à partir de J par la suppression 
des égalités du côté des hommes, de sorte que pour chaque instance de SM 
obtenue à partir de I' en supprimant les égalités (du côté des femmes), M 
est stable 
2. et s'il existe une instance J' d11 Sl'vlT obtenue à partir de I par la suppres­
sion des égalités du côté des femmes, de sorte que pour chaque instance de 
SM obt.enue à parLir de I' en supprimant les égafüés (du côLé dei'i hommes) ,  
M est stable. 
On peut aisément envisager une instance de SMT, pour laquelle une attri­
bution fortement stable ne peut exister. Considérons le cas de SMT, illustré 
clans la figure ci-après. Les personnes à égalité dans une liste de préférences 
srn 1 r, notées entre parenthèses (nous utiliserons cet t e  notation tout au long de ce 
Jun11 uent). L'attribution (ml,  wl), (m2, w2) est bloquée par (rn2, w l ) ,  tandis 
que l'attribution (ml ,  w2), (m2 , w l )  est bloquée par (rn2 , w2). Il existe cepen­
dant un algorithme O (n4 ) qui , pour une instance de  SJ\IIT avec n hommes et n 
femmes , détermine si une telle attribution existe, et, si tel est, le cas en trouver 
une [6]. 
ml : w lw2 w l : rn2rnl 
m2 : (w l w2) w2 : m2nil 
2 .5 .3  Super stabilité 
Nous venons de voir les notions de stabilité faible et forte, nous allons main­
tr1181H péis:c:er ?i la plus forte notion de stabilité soit la super stabili t é. Nous allons 
( 1 1 1 1 1 1 1 1 1 · 1 1 ,.. - 1 p , 1 r  définir la notion de stablité et pour ce fc1ire hi 1 1ot. io1 1  de paire 
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bloquante. Soit I une insLance de SMT. On dira qu'une paire qui n ·apparaîl pas 
dans /11, bloque M si chacun de ses rnern\.Jres préfère 1 'autre à son partenaire 
clans J\1 , ou si les 111e1u\.Jres sollt indiffén:>11L :; enLre eux [ 7, 1 0] .  Logiquen1eut 011 
dira clone que 1' 1 est super-stable si une telle paire n 'existe pas. 
Exernple : 
Consid0.ro ns l'ensemble JW des hommes eL lems rr0.lèn-1nces 
- Tom : ( Emma, (I<-risten, Nina), Jude ) 
- John : (  f(risten, Emma., Nina, Jude ) 
Alex: ( Nina, Jude, I<risten, Emma) 
Harry : ( Kristen, Jude, Nina, Emma ) 
Considérons l 'ensemble H1 des femmes et lems préférences 
- Jude: ( Alex, Tom, John, Har-ry) 
- Nina : ( Tom, Ha.r-ry, Alex, John ) 
- Kristen : ( Ale:c, (John, Tom), Harry) 
- Emma : ( Tom, John, Alex, Harry ) 
Snr base de ces listes de préférences, l'attribution snivante peut être crée : 
( { Tom, Nina}, { John, f(risten } ,  { Ale:c, J'ltde } ,  { Hany, Emma } ) 
Cette attribution n'est pas stable car elle admet au moins une paire bloquante 
par exemple { Torn, Emma} comme pour le cas classique. La paire { Tom, Kris­
ten } est également bloquante dan:; cc cas alors qu'elle 11c l 'est pas dan:; un cas 
de stabilité forr.e. En effet, Tom n'a pas défini de préférence ente Kr·isten et 
Nina et Kristen n'a pas défini de préférence ente John et Torn. 
Une attribution est super-stable si elle est stable pour tout I' de S?v I  qui peut 
être dérivée de I [15]. 
11 est possible qu'une instance de S!VIT n 'admet aucune attribution super­
stable. Ainsi, si pour une intance donnée I, toutes les listes de préférences ne 
contiennent aucrn1e préférence stricte , il ne peut y avoir <l 'attribution super­
stable. Il existe un algorithme en O(n2 ) qui détennine pour une insta11ce I 
contenant n hornrnes et n femmes s'il existe une attribution super-stable et si 
tel est le cas en trouve une [6]. 
Nous avons jusqu'a présent interprété l 'indifférence comme une égalité. Une 
autre interprétation est de considérer l'indifférence comme une information in­
complète. Imaginons que l 'on ne dispose pas de l'in formation concernant la  
préférence d'un homme m entre une femme w l  et  une femme w2 . Si, de  ce  fait, 
on met w l  et w2 c11 égalité dalls la liste de préférences de m. et que l'on trouve 
nnr ::i r. tribnt.ion "snprr-st,able". On peut., donc, en <'.onclnrr qne la prrfrren<'.f' 
, ,: 1 . •  la ! , � t e  de m n 'a pas d'importance , vu que l 'attribution sera stable pour 
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chaque inst ance de SM que ! 'on peut dériver de l 'instance d'orig ine. De ce fait , 
les attributions "super-stable" sont <les attributions où l 'indifférence représente 
gé11érnle111ellt une i111ùr11 1atiu11 i 1 1 cornplète [ 1 5] .  
1 1  est clair qu'une at tribution super-st able c>st fortc111e11t stable, et  une at tri­
bution fortement stable est aussi faiblement stable. 
2 . 6  Autres forn1es de 1nariage stable 
Précéclement, nous avons présenté quelques grands types de mariage stable. 
Il est bien évident que celà ne rassemble qu'une partie des problèmes existants. 
Davantage de rétérences sont disponibles dans la littérature [ l5]. On y retrouve 
entre autre des formes de mariage stable avec listes incomplètes et égalités. 
Il nous semble, cependam, important d'évoquer une forme int,éressant,e de 
mariage stable dans le cadre de ce cloc11111ent,. Ceue forme est nommée "Stable 
marriage with master list" (SM-l'vIL) [14]. Elle peut coexister avec les différentes 
formes déjà vues précédemment. On définit  une telle forme de la manière suiv­
ante. Une "master list " (ML) est une l iste, pouvant contenir des égalités , définissant 
les préférences d'un ensemble A sur un ensemble B tel que pour a1 , a2 E A ,  
pref(a1 ) = pref(a2 )  , où pref(:i:) donne la liste de préférences de l 'élément :i: . 
Il existe 2 formes de Sl'vI- :ML : 
- SM- l ML : clans ce cas, seul un des cieux ensembles dispose d'une "master 
list" 
- SM-2ML : clans ce cas, les cieux ensernbles disposent chacun d'une "master 
list" 
Exemple: 
Dans cette exemple nous envisagerons le cas de SM- li\IL Considérons l'ensem-
ble j\1 des hommes et leurs préférences 
- Torn : ( Emma, /(risten, Nina, Jude ) 
- Jolm : (  J(risten, Emma, Nina, Jude ) 
- Alex : ( Nina., J'llcle, J(i·isten, Emma ) 
-- Harry : ( Kristen, J-ucle, Nina, Emma ) 
Considérons l 'ensemble Hl des femmes et leurs préférences, la liste de préférences 
étant commune à toutes les femmes : 
- Jude : ( Alex, Torn, John, Harry ) 
- Nina : ( Alex, Tom, John, Harry ) 
- Kristen : ( Ale:i:, Torn, John, Han-y ) 





Nous allons à présent nous intéresser à l 'algorithme utilisé aux Facultés Notre 
Darne de la Paix de Namur. Dans ce but, nous commencerons par expliquer la 
problématique rencontrée. Nous tenterons ainsi de la formaliser. Dans un secoud 
ternps nous présenterons l'algoritlnne et son fonctionnernent. Pour cc faire, nous 
nous baserons sur 1111 document rédigé par vVim Vanhoof [16]. 
3 . 1  La problématique 
Nous allo11s com1ne11ccr par décrire la problématique de rna11i ère géHérale ,  
nous la formaliserons par la suite. 
Les Facultés Notre Darne de la Paix proposent chaque année différents sujets 
de rnérnoire aux étudiants. Les étudiants peuvent ensuite faire part de leurs 
préférences parl l li ces sujets. Pour cc faire, les étu<lia11ts doivent remettre u11e 
liste de prétércnœs contenant, nn nombre limité de s11jcr.s. Les snjer.s sont ens11ir.c 
ar r.ribués sm b;:isc cks listes de prNérenccs des ét.mliant.s ainsi qnc sur base 
de lenrs résn! La 1.s ar.adémiques. Le problème ét,am de produire une aurib11t.ion 
n d ik . Nous définirons plus loin la notion de stabilité. 
Considérons donc., nn ensemble S contenant les étudiants so11lmitant profit.cr 
des mémoires proposés. L'ensemble S est un ensemble fini partiellement ordonné 
sur base des résnlt.a.1.s a.cadémiqnes des ét,udia.nts. A insi Vs;, Sj E S, il existe une 
relation d'ordre tel que s; 2:: Sj ou Sj 2:: s;. 
De plus il faut considérer un ensemble fini T contenant les différents sujets 
proposés au étudiants. 
Nous représenterons les choix de sujets réalisés par chaque étudiant par la 
fonction suivante : 1· : S � T*. Ainsi pour un étudiant s, , (s)  représente les 
différents sujets t 1 , ... , tj choisis par s, dans l'ordre de préférence de s (t 1 étant 
son premier choix , t2 étant son second choix, ... ). Notolls que comme nous l 'avons 
décrit plus haut ~1 (s)  ne contient qu'un sous eusemble de T. De plus, chaque 
,°•1 \l, i 1 . : : i 1 ,  1 1 · ,, 1 1 1 è 1  pas 11 éccssairerne11t le l l lêrne 1101 1 1ure de sujets clans sa liste de 
l ll i kll • , 1 1 1 ;,. 
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Il es t possible que certains sujets proposés ac\metrenr. cieux ét.ucliams qui 
devront dès lors trava iller en binôrne sur le sujet. A insi 11ous expli ci terons cette 
possil>ilit.é co1 1 1111e suit. Cu11siùéro11s 'Y., : S x T ---, S mie fo11ct. io 1 1  associant un 
second C:· t.udiant s a  1111 couple (s ,  t ) ,  uù s est u11 étudia.I ll  l'L I E 1·(s)  un sujet. 
rhoisi p,1r l ' rt.11di;inr. . CNt.C' fonrr. ion (î., ) .  est. une fo11ct io11 pRrt ielle. elle n'est 
pas nécessairemenr. définie pour tou couple (s, t ) .  De ce fair., pour un ér.ndiant s 
et un sujet t nous écrirons 1·, (s, t) = s, si et seulernent si ,  (s ,  t) E clom('Ys ) et 'Ys 
associe s à (s, t ) .  
Nom; lllodélisern11s u11c attril>utio11 par u 1 1  " 111appi11g" 1\J : S -, T associant 
un étudiant s E S à un sujet t E T. Notons cependant qu'une attribution n'est 
pas nécessairement totald, il peut arriver que clom(J\!I )  C S, en d'autres mots 
que certains éu1dia11Ls n'aient pas de sujet. assigné. De plus 111 11 'est pas obliga­
toirement injective, un sujet pouvant être assigné à un b inôme d'étudiants ). 
Sur cette base, étant donné les ensemble S et T et les fonctions 'Y et �/,,  
le problème est de trouver (si  elle existe) une attribution M dite stable. Une 
attribut.ion stable se définissant. ainsi 
r,ous les ér.udiants disposent d'un sujet : dom(M) = S 
- chaque ét.udiant. s 'es t vu attribuer un sujet. faisanL part.ie de sa lis t,e de 
préférence : Vs E clom(M) : M(s) E 1(s)  
- si deux étudiants sont ass ignés à un même sujet ,  ils ont choisi de le faire 
ensemble : si M (s) = M (s') alors soit s = s' soit �1, (s ,  M (s)) = s' et 
1,, (s', M (s') )  = s. 
- l'attribution est stable que s ' il n'existe pas de "meilleur" (sur base de 
(S, 2':) )  étudia.11t qui aurait préféré t à son sujet coura.1 1 t  : si M(si) = t 
alors �j < i tel que M(s.i ) = t' et 1(s.i )  = ( . . .  , t, . . .  , t ' ,  . . . ) 
Sur cette base, il apparaît clairement que le problème d'assignation des mémoires 
est une instance du problème de mariage stable clans lequel les étudiants jouent 
le rôle des hommes tandis que les sujets celui des femmes ou inversément. Il ex­
iste cependant quelques différences entre ce problème et celui du mariage stable 
classique 
- Tout d'abord les listes de préfére11ces des étudia11ts sont i11cornplètes et 
peuvent varier de taille selon les étudia.11ts. 011 11otera. cepe11da11t que 
chaque étudiant. fournit 1 111e liste de préférence complèr.ement. ordonnée 
( il n 'exisr,e pas d 'égalité, pas de sujet R. égalité). 
- Par ail lems, il est évident. qne t.ous les snjet.s disposent. de la même list.e de 
préférence. Cette liste est ordonnée comme décrit plus haut. Cependant, 
bien que cette liste de préférences soit complète, elle contient des égalités 
potenties. Les étudiants appartenant à S ne sont pas ordonnés sur base 
d'un ordre strict ( > ) mais bien sur base d'un ordre permettant les égalités 
(� ) .  
3 . 2  L 'algorithme 
Avant d'étudier en détails l'algorithme, nous allons d'abord décrire son fonc-
1 1" 1 ,nc 1 , ic 1 : 1  N les différentes notations utilisées. 
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La figure 3. 1 illustre l 'algorithme utilisé pour l 'assignation des mémoires . L'al­
gorithrne utilise les élérnents de S sous forrne d'une liste (s1 , ... , s N )  tel que 
s; � s;+ 1 pour tout 1 S i  S N. 
L'algorithme calcule un ensemble des a ttributions possibles. l 1  clèbrne par une 
attribution initiale J'.10 qui peut être vide tout comme déjà contenir une solution 
partielle qui aurait été fixée au préalable 1 
L 'algorithme manipule mie pile c011tenant des attributions partielles. l1 va 
boucler en exploitant cette pile. A chaque i lérarion, il prend l 'attribmion J\1 se 
trouvant en tete de pile. Il va ensuite essayer d'étendre cette attribution par­
tielle !VI en parcourant tous les étudiants s; en ordre décroissant. Si l'étudiant s; 
n'a pas (encore) d'assignation clans JH, nous allons rechercher les sujets venant 
de sa liste de préférences n 'ayant pas encore été assignés. De manière formelle, 
nous notons ,(s; )  la liste de préférences d'un étudiant si. Ainsi la liste des sujets 
non encore assignés clans �M sera notée f JM ('Y(si) , De plus, Ofi représente le 
premier sujet libre restant et donc fi représente la position du sujet dans la liste 
de préférences d'origine. De ce fa.it, o,r, est le .f1 ème choix de l 'étmli,rnt, oh est 
le hème choix et ainsi de suite. 
1 . � · ,,ei 1 ,en , 1 1:  l , l : 1 l l t ,: 1 : 1gir avec l 'algorithme en fixant. une partie des assignations n1anuelle-
1 1 h · 1 1 l .  
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T ;_- (/J  
pvsh(T, iHo ) 
repeat 
1W ;_- pop ( T) 
for -i from 1 to N do 
if si fJ_ dom ( 1W) then beg-in 
let (011 , • • •  , of,.- ) = .fJM ('y(s; ) ) 
if k 2 2 and h S �c thcn 
if �ts (s i ,  oh ) = Sj and Sj (/. don1,(1W) then 
p-ush(T, .M U { (si ,  oh ) ,  (sj ,  012 ) } )  
else 
pttsh(T, 1\1 U { (si ,  012 ) }) 
if k 2 1 and f 1 S �c then 
end 
01.1tp-ut 111 
until T = (fJ 
if ,s (s-i , OJL ) = Sj then 
.M f-- lvl U { (si , OJ1 ) ,  (sJ , 011 ) } 
clse 
1W ;_- ,W u { (si , o JJ } 
FIGURE 3.1 - L'algorithme 
L'algorithme se comporr.crn. dC' manière différcme en fonction d11 nombre de 
sujets restants. S'il reste deux sujets, o_r, existe, et que h es t. inférieme 0 11 égale 
an nombre maxi11111111 de choix q11e l 'on so11hait.e prendre en cornpt.e (représenté 
par �c) 2 , on étendra. JW en attribuant le sujet 01, à l'étudiant s;. Notons cepen­
dant qu'il est possible d'associer un second étudiant à un sujet si le sujet autorise 
denx étudiants et si la "place" est libre dans 1W. Cette nouvelle version de l 'assig­
nc1Lion est ensuite mise sur la pile pour un traitement ultérieur. 
Ensuite si 01i existe, et que J1 est inférieure ou égale au nombre maximum 
de choix que l'on souha ite prendre en compte (représenter par �c) ,  on étendra 
JVJ en attribuant le sujet Ofi à l 'étudiant s-; (la possibilité  d 'avoir d'avoir cieux 
étudiants associés au même sujet est prise en compte). On ne mettra cette 
fois pas l'assignation snr la pile car l 'algorithme va continuer à s 'exécuter en 
11 tilisant l'assignat.ion é t.end11e. Ualgorit.hrne contin11era d'étendre JW tout en 
me1, t.anL occRsionnellement. de 11011vea11x élémems sur la pile jusq11'à i.rait.er Lons 
les étudiants. Dans le cas où un étudiant s1,-, n'a plus de sujet disponible, une 
assignation se construit mais s1,- n'aura pas de sujet associé. Cela signifie que les 
attributions créées par l 'algorithme ne sont pas nécessairement complètes. 
2 . 6r est un paramèt re <le h1lgorit l1111e. Il pen11et de défi11ir le 11ornbre de choix d'u11 
,_. , 1 1  . , . i �  rp u - rnn soulrn. ite prendre en con1pte. 
20 
Une rois tous les étudiants t.rai tés, l "a t tribmion J\/ produite est affichée/retournée, 
et. les itérations continuent en prenant u ne ct tribntio11 partielle se trouvant en 
Lêt e de pile .  L'algurit l trne curni11ueni ù ::;'exécmer jusqu 'a ce que lu pile suit v ide. 
3.3 extensions 
Comme déjà décrit précédement l'algorithme permet de fixer préalablement 
cerlai11es pè1ires. C'eci peut in 1pacter Llirecternent les résultats. 
L'èi lguri t lnne  an:t•pte actuellerncnt. 2 para.1 1 1èt.res snpplé1 11e11ta ires ù prendre 
en compte. Tout d'abord le nombre rnaxirnurn de sujets autorisés par pro­
mot,C'11r (6s-u./J) .  LC' second paramèrrC' pcrnwr. de définir le nombre rnaxinmm 
d'ér.ncliant autorisé par promoteur (l:,.stud) . Il relativement est simple d'exploiter 
ces paramèt,res an sein de l 'algorithme. Une attribution 111 ne sera pas étendue 
que si par l'ajout d'une nouvelle paire, on venait à violer c5sub ou c5stud. Il peut 




Etude de l 'algorithme 
d'assignation des mémoires 
4. 1 Introduction 
Dans ce chapitre nous allons tenter de déterminer la compléxité de l'algo­
rithme d 'assignation des mémoires [16]. Pour y parvenir , nous allons préalablement 
répondre à plusieurs questions qui nous permettrons de catégoriser cet algo­
rithme. Sur base de ces différentes observations nous pourrons alors déterminer 
sa cornplexité. 
Pour plus de facilité dans notre étude, nous avow; exclu la possibilité que 
clcnx ét.uclia.nt.s travaillent. snr le même mémoire, ce point ne modifiant en rien 
la complexité on les carn.ct,éristiqnes premières de l ' fllgorir, hme. 
4 .2  A quel fonne de 1nariage stable avons-nous 
à faire ? 
Avant toute chose, il est utile de s 'intéresser à la forme de mariage stable 
: , );•.,, , 1 · i (, ,1 1 1  problèr ne cl 'assignation de rnérnoire. Dans le chapi tre précédel lt  110m; 
avull::; fait un rapide tour d'horizon de différentes fonnes de mariages ::;tables 
existants. Nous allons maintenant tenter de rattacher l'algorithme d'assignation 
des mémoires à l 'une de ces formes. 
Nous allons, tout cl 'abord, instancier le concept de mariage stable dans ce 
cadre. Dans un mariage stable "classique", on considère un ensemble JW qui 
contient l'ensemble des hommes ainsi qu'un ensemble IV qui contient l'ensem­
ble des femmes. Dans le cadre de ce document nous considérerons d'une part S 
comme l'ensemble des étudiants et d'autre part l'ensemble T c011tena11t l'ensem­
ble des mémoires. On notera JW une association entre un étudiant et un mémoire 
tel que (s ,  t) où s E S et t E T. 
!\ l i 11 < 1 · , , ,,,: : •, 1 1 ,. · , - 1 , ·s 1 1 1éinoires, le processu::; nécessite que pour chaque t E T 
1 l l \ \ '  1 1 , , 1 , li 1 1 , 1 ·  de .'., tel que s E S. Cette liste définit la préférence d'nn s11jc1: p8.r 
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rapport aux différents étudiants sur base de leurs résultats académiques. Elle 
peut contenir des égalités. De plus, il est égale1 11ent nécessaire que pour chaque 
s E S' une liste de t E T soi t, définie . Cet t.e lisLe doi t être finie et pem être 
inc01Hplètc [ l ü]. Il e::;t uien évidenL que le:; e11::;e 1 1 1lJ\c::; S' et T peuvent être de 
r.;:iillc diffr.rrnw. 
Sur base de cette formulation, on peut considérer que l 'on est face à une forme 
de mariage stable avec égalités et listes incomplètes (SMTI 1 ). 
Cependant, si l'on étudie plus en détail l 'a.lgorir,hme utilisé [ 16] on constate que 
l 'on ne tient pas compte des égalités. En effet, la. liste fournie est complètement 
ordonnée et ne contient aucune égalité. En réa.lité, a.va.nt l'exécution de l'algo­
rithme, on va. supprimer toute égalité de la liste. Pour ce faire, l'ordonnancement 
des éléments en égalité sur base d'un tri aléatoire va être forcé. L'algorithme 
traite en réalité des problèmes ayant la forme de mariage stable avec liste in­
complète (SMT 2 ) et plus précisément, de 1 1 ariage stable avec listes incor nplètes 
présentes d'un seul côté de l 'assignation. 
Une particularité de ce cas, est que la liste de préférences des étudiants établie 
sur base de leurs résultats académiques, pour chaque sujet, est identique. Cha.que 
sujet dispose de la même liste de préférences pour les étudiants. Ce point fait 
l'objet d'une forme particulière de rnaria.ge stable appelé "Stable marriage with 
master list " (SM-!VIL) [ 14]. Dans le cas <le l'assignation des mémoires, nous 
nous trouvons en fait clans un cas de SiVII- liVIL, soit un mariage stable avec liste 
incomplète et une "rnaster" liste du coté clrs s11_jets. 
4.3 Le concept d'attribution stable dans le cadre 
de l 'assignation des rnémoires 
Afin de définir le concept cl'attriuution stable clam; le co11textc de l'a::;sig1 1atio11 
des mémoires, il est. nér.cssairP de Mfinir le r.onœpr de pa.irc blorpmnte. 
Nous t.rouva.nt, clans le r.as d'un Si\1 1 ,  nous nous rf.lérons A. la. définit.ion de la. 
paire bloquante vue au chapitre 2. 
Il faut considérer un ensernule A contenant l'ensemble des paires accept­
ables pour une instance J d'un SMI donné. Nous noterons I A I  la taille de 
l'ensemble A. Dès lors une att.rib11tion 111 est un sous ensernble de A tel que, 
1 { s : (s, t) E .M}  1 :=:; 1 pour tout s et 1 { t : (s, t) E .M } 1 :=:; 1 pour tout t. De ce 
fait, une paire (s, t) E A\M bloque M si : 
- s est non-associé ou préfère t à son "partenaire" clans 111 
- et t est non-associé ou préfère s à son "partenaire " clans 111 
Nous dirons clone qu'uue attribution 1W est dite stable s'il n 'existe pas de paire 
bloquante telle que définie plus haut. 
l .  Stable marriage with lies and incomplete lisl 
2. stable marriage wilh incomplete lisl 
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Comme défini auparavant, nous ne sommes pas en présence d" tme réelle forme 
de mariage stable avec égalité et liste incornplète (SMTI ). L'algorithme se basant 
sur des listes sa.us égalité (SMI) ,  il u 'esr. doue pas co!tére11t de défi11ir u11e forn1e 
de ntabilité (faible st.abilité,  fort.c stabilité, supcr-st. abili t .é). 
4.4 Si une attribution stable existe, l'algorithme 
la trouve-t-il ? 
011 peut co11stater di:s la prcrnièrc lecture qu'il est évidc11t que l'algoritl11 11c 
construit des attributions et les affiche. Il reste cependant à vérifier si parrni les 
attributions générées, se trouve au moins une at.tribntion stable et que l'algo­
rithme la trouve. 
Il est presque immédiatement prouvé que dans le cas le plus simple d 'at­
tribution stable, l'algorithme trouve bien le matching. Le cas le plus sirnple à 
considerer est le suivant : On considère un étudiant s1 et un sujet t 1 ayant les 
preférences suivantes : s 1 : t 1 t 1 : s1 Il apparaît donc évident que la seule 
et unique paire possible est (s1 , t 1 ) .  Il est t,01\t, aussi évident que l 'at.t.ribmion 
qui sera créée est. st.able. En e ffet., il est. impossible de t.rouver une paire blo­
quante telle que (s, t )  (/:. M, les seules valeurs acceptables pour s et t ét.ant. 
respectivement s 1 , t 1 . 
Une fois les différentes variables i11itialisées et si l'on suit l'exécution de l'algo­
rithme, il boucle tant que la pile n 'est pas vide. Durant ces itérations, on retirera 
l 'attribution en tête de pile et on trava.illera ensuite avec cet, élément.. La première 
it.érat.ion de la boucle de parcours des ét.11diant.s se résumera en une simple assig­
nation vu que l 'on ne considère qu'un seul étudiant. Etant donné cette première 
itération et le fait qu'aucune attribution n'a encore été réalisée , l'étudiant s 1 
n'aie pas de sujet assigné, la première condition sera consécutivement vrai. La 
liste des sujets encore disponibles pour s 1 contiendra le seul et unique sujet 
présent clans sa liste de préférences ( t 1 ) puisqu 'aucun sujet n 'a encore été as­
signé à ce stade. La co1 1ditio11 vérifiaut que le 11ornbre de sujets encore disponibles 
est supérieur à 2 sent fausse et le code suiva.11t 11e sera donc pas exécuté. Par 
coutre la seconde condition sera belle et bien v raie vu qu'on dispose d 'un  sujet 
disponible et qu'on prrsumc t::,.c supérienr 011 égal à l. Dans nn soucis de facilité 
on considèrera que t 1 n'accepte qu 'un sen! étncliant, la condition vérifiant. ce 
point. sera donc fansse et. le code associé ne sera donc pas exécmé. L'algorithme 
passera donc au "else" où la paire (s 1 , t i ) sera ajoutée à l'attribution 111. N'ayant 
plus d'étudiant la boucle prendra fin pour parvenir à l 'affichage de l'attribution 
calculée. L'algorithme prendra ensuite fin de part le fait que la pile sera vide à 
ce stade. 
Nous venons de voir que l'algorithme a produit une attribution ( (s 1 , t 1 ) ) sta­
ble. 
Sur cette première bi:lne , il est, qmisi i 1 111 1 1édia.t de prouver que l 'algorithme 
: , 1 , 1., , 1 1_j t J 1 J r;; c1 1 111csmc de trouver une Httributio11 :;i clic existe. Eu effet, de 
p«1' ! h- i, > 1 1< 1 ionncmem de l 'algorir hrnr, les mémoires seront r.011jo11rs ;issi g;nf,s 1,11r 
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base de la lisLe des érucliams, cec Le lisre érant la master lisL corresponclam aux 
préférences <les sujets . La première attribution créée contiendra des associa tians 
où chaque étudiallt se vena èllLrilmer le premier sujet e11core cli:;po11ible da11::; 
fü\. liste de prdérc11ccs. De ce l'ait la prcrnièrc at.trilmtiu1 1 créée sera forcé111 c1 1 t  
su,hl<'. Ponr I<' pronvr.r r r.m ons d<' rrnnvr.r nnr. pairr. hloqnant.<' î < 'll<' qn<' dffini<' 
plus hanr. (cfr 4.3). Pour créer une r.elle paire il faudrait assigner un aur,re snjet, 
à \Ill ét.nclian1, ou 1111 ;u1t.re étudiant. à 1111 s11je1.. Considérons 11ne paire ( s ,  t) ri 
M comme propositio11 de paire bloquante. Sachant que pour l'attributio11 M ,  
nous avo11s les paires ( s .  t') e t  (s ' ,  t ) . D e  part le fonct ionnement imrinsèque de 
l 'algorithme, cela signifieraiL donc soit attribuer u n  "moins bon "  étudianL à t, 
soit attribuer "un moins bon sujet " à s ce qui ne répond pas à la définition de 
paire bloqua.me. li est donc évident que dans ce cadre l 'algorithme est en mesure 
de trouver une attribution stable si elle existe. 
On ne peut garantir l 'existence d'une attribution stable si le mécanisme don­
nant la possibilité de paramétrer l'algorithme en fournissant une série de paires 
prédéfinies est utilisé. Cependant, de part son fonctionnement, l'algorithme sera 
toujours en mesure de trouver une paire stable si elle existe. Le fait de fixer une 
série de paires ne fait que limiter les possibiltés d'attribution. 
4.5 Si plusieurs attributions stables existent, l 'al­
goritlune les trouve-t'il toutes ? 
Nous venons de prouver que l'algorithme est en mesure de trouver une at­
tribution stable s 'il en existe une. Nous allons maintenant nous intéresser à la 
capacité de l 'algorit lnne à trouver tous les matching existants. 
A l'étude attentive de l 'algorithme, on se rend compte que pour chaque 
étudiant un nombre limité de sujets est pris en compte. A chaque itération 
de l'algorithme, on étudiera les possibilités pour les 2 premiers sujets restants . 
De part les permutations réalisées par l'algorithme, on peut cependant générer 
un nombre important de combinaisons et d'associations. 
Pour être exact, l'algoritl i111e génère e11 fait au 11 1axi111u111 211 m;suciations où n 
, ·.;1 t'J.';ale à !S I. Cc 11ornbre est tout à fait cohérent par rapport à l'algoritl1111c vu 
q 11t ' celui-ci effcctne en réalité 2 choix IS I  fois ; ceci correspond à 1111e permutation 
mathémat,ique classiqnc. Théoriquement une permutation de cc type est, 1111c 
permntat ion avec répétit,ions. li semble éLonnam qne l'on soit, face à ce 1,ype de 
permutation car conceptuellement un même choix ne peut être répéter. Ceci est 
par ailleurs garanti par les différentes conditions de création des paires. 
Afin de garantir l'obtention d'un tel nombre d 'associations et de permettre la 
génération de toutes les solutions, il est nécessaire que les listes de préférences 
des étudiants n'entrent pas en conflit entre elles ou soient d 'une taille de 2 
et ce malgré les con flits entre les listes obtenues après suppression des sujets 
déjà sélectionnés. L'ensemble des choix étant di fférent à chaque itération , les 
pernrntat iorn; seusée;; produire des répétitious ne se produiscllt pas et il ne peut 
donc y a.voir rr,pér.i r,ion de choix. 
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L'ensemble de choix étant limi t é  aux 2 premiers élémenLs de la liste ; on pour­
rait penser que des attributions stables soient ignorées car elle nécessite de 
cl1oisir le 3ème élément de cette l i:-;te Ion; d'une itérat ion . 
Cependa11t, bien que ! '011 puisse claire111e1 1t ignorer CPrtai1 1es nt trilrnt io1 1s  de 
part le fonctionnement de l 'algorithme, l'algorithme est toujours en mesure de 
trouver toutes les attributions. Au premier abord celte affirmation peut paraitre 
étrange, mais elle peut être aisément justifiée. 
Co111 1 1 1e nous l 'avons déjà décrit dans le point précéde11 1ent -1 . <l , l'i:l.lguri tli111e 
se lmsc t uut d 'abord sm la rnastcr liste des sujets, c 'est ù dire qu'il parcoure les 
étudiants sm base de leur performance académique. L 'algoritl 1 rne peut c11suite 
créer une nouvelle attribut.ion en prenant. le second choix de l 'ét11dia.nt., mais 
on ajoutera également. une associa.Lion entre l 'étudiant et. son premier choix 
parmi les sujets restants, s 'i l  en reste. La. première atLribution qui sera. créée; 
contiendra en fait tout les premiers choix des étudiants. Comme nous l 'avons 
déjà dit cette attribution est stable, elle est en faite la seule a ttribution s table 
qui sera générée. Toutes les attributions qui seront créée par la suite résultent 
d'une ou plusieurs associations entre des étudiants et leur second choix parmi les 
sujets restant. De ce fait, et vu qu'on i tère sur base de la. rnaster liste, chacune 
des paires ainsi créées associe soit un "rnoim; bon" étudiant à rn1 sujet soit un 
"moins bon "  sujet à un étudiant. De ce fait il est évidellt que l 'on peut trouver 
des paires bloquantes pour ces attributions. 
On constate de ce fait qu'il n 'existe qu'une et une seule attribution stable 
correspondant à la. définition donnée d;attrib11tion stable 
4 .6  Y-a-t-il une relation d 'ordre dans la découverte 
des différentes attributions ? 
Afin d'aller plus en avant. dans les dét,Rils de l 'algorithme; no11s allons mRin­
t,enanL essayer d'identifier 1111 possible ordonna.ncemem dans la découverte des 
d i fférent.es at.t ribut,ions. 
4 .6 . 1  Stabilité maximum 
i ,p premier point que 11ous allo11s étudier, est la possibilité que les at tributio11s 
trouvées soit ordon11ées selon leur stabilité. Autre111e11t dit , que les attrilrntions 
trouvées soie11t ordom1ées par le nombre de paires bloqua11tes pote11tielles que 
l 'on peut leur associer. 
Nous savons déjà que la première attribution trouvée est une attribution 
stable, c'est à dire qu'elle n 'existe aucune paire bloquante. Voyons maintenant 
si les autres éléments respectent cet ordre. 
Il suffit d 'un comt exemple pour clé111ontrer qu'il 11'existc pas de relation 
d 'ordre sur le critère du 11ornbrc de paires bloqua11tes associées. 
Considérons un ensemble S tel que (s 1 , s2 ; s3 ; .s,1 ) E S et. un ensemble T tel 
qw• (t ! . f-� , t3 . t4 ) E T. La "rnaster" liste pour T étant la suivant .e (.s1 ,  s2 , s3 , s.1 ). 
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Les préférences pour les élémems de S é t am  celles-ci : 
.O J : f. 1 , f.2 , t3 , t4 
s2 : f 1 , f2 , t 3 , t4 
03 /, 1 , l,2 , f :3 , t,1 
S4 : t 1 , t2 , t3 , t,J 
Une fois l 'algorithme exécULé on obtient les ar.rribnt .ions suivames dans ceL 
ordre précis 
associations nombre de paires bloquantes 
{ (s 1 ,  t 1 ) ,  (s2, t2 ) ,  (s3 ,  t3 ) ,  (s4 ,  t4 ) }  0 
{ (s1 , t1 ) , (s2 , t2 ) , (s3 , t4 ) , (s4 , t3 ) }  1 
{ (s1 , t 1 ) ,  (s2 , t3) ,  (s3 , t2 ) ,  (s4 ,  t4 ) }  1 
{ (s1 , t 1 ) ,  (s2 , t3 ) ,  (s3 , t4 ) ,  (s4 , t2 ) }  2 
{ (s1 , t2) , (s2 , t 1 ) ,  (s3, t3) , (s4 , t4 ) }  1 
{ (s1 , t2) , (s2 ,  t1 ) ,  (s3 , t1 ) , (s4 , t3) }  2 
{ (s 1 ,  h ) ,  (s2 , t3 ) ,  (s3 , t 1 ) ,  (s4 , t,i ) }  2 
{ ( S ! , t2) ,  ( S2 ,  t3 ) ,  ( S 3 ,  t,i ) ,  ( S4 , t 1 ) }  3 
Il apparaît clairement de cet exemple que l 'algorithrne ne produit pas les 
attributions dans un ordre lié au nombre de pa.ires bloquantes associées. 
4 .6 .2  Nombre de paires 
Une autre possibilité envisageable est que l 'algoritlirne propose en priorité 
les solutions minimisant le nombre de membres célibRt, R.ires. I l  proposen1it. les 
attributions par lem niveau de complétude 3 . 
Cependant , il suffit à nouveau d'un simple exemple pour rapidement écarter 
cette hypothèse. 
Considérons un ensemble S tel que (s 1 , s2 , s3 , s4 ) E S et m1 e11sernble T tel 
, 1 1 1 ,  · (t, 1 . /.2 .  t3 , t4 ) E T .  La "master" liste pour T étant la suivante (s 1 , s2 , s3 , s4 ) .  
1 .1 s p i  élérences pour les éléments d e  S étant 
S1 t 1 ,  t4 , t3 
S2 : t1 , t2 , t3 
S3 : t1 , t4 , t3 
S4 h, t4 , t1 
3. On dit qu'une attrihntion est complète lorsqn'elle ne la isse ancun membre célihataire. 
Dans le cas de l'attribution des mémoires cette notion est dérivée de la manière suivant.e : on 
considère une attribution complète lorsque chaque ét ucliant dispose d'un sujet . 
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L 'algoritl1111e fouruira dans ce cas les associat.io11s suivautes da11s cet ordre 
précis 
associatious nombre d 'étudiants sans sujet 
{ (si , t1 ) , (s2 ,  t., ) , (s3 ,  / ;J ) ,  (s., ,  12 ) } 0 
{ (s1 , t i ) ,  (s2 , t2) ,  (s3 , t4 ) }  1 
{ ( S 1 , t 1 ) ,  ( S2,  f2 ,  ( S3 , i:_3) , ( S4 , /4 ) ) }  0 
{ (s1 , L1 ) , (s2 ,  12 , (s:.i ,  t 1 ) } 1 
{ ( S l , f4 ) :  ( S2 : f 2 .  ( S:J . f ;J ) :  ( S 1 . f 1 ) ) } 0 
{ (s 1 , t4 ) , (s2 , l;J , (s:i , t1 ) ,  ( s4 , t2 ) ) }  0 
Comme illustré clans le tableau ci-avant , on constate que les résultats obtenus 
ne sont pas ordonnés sur base de la complétude des associations. 
4.6 .3  "Master" liste 
De part le fait que l 'algorithme itère sur base de la "rnaster" liste co11tenant 
les étudiants, il est, possible q11'11nc relation d'ordre apparaisse entre celle-ci et 
les attributions produites. 
Si on étudie le fonctionnernent de l'algorithme , on peut constater que pour 
créer les différentes paires on se base essentiellement sur la "rnaster" liste. Nous 
avons déjà com;tater que l'algorithme génère une d'attributions 
Cette génération se fait clans l'ordre suivant.. 
- On commence par essayer de construire <les paires en prenant le premier 
choix resLam dans la list,e de préférences. 
On envisage, ensuite , les différentes alternatives possibles sur base de cette 
liste en attribuant le seco11d choix possible. 
Cette attribution de second choix se fait en ordre inversé par rapport à la liste 
de préférence de T. Cette manière de créer des paires est assez similaire au 
processus de "backtracking"[9], [ 1 ]  que l'on retrouve dans des langages tels que 
Prolog. Ce processus de "backtracking" va foire en sorte qu'on va réévaluer les 
choix qu'on a réalisés dë1.11s l'ordre inverse duquel 011 les a fait. 
:\fin d'illustrer ce phénomène , considérons l'exemple suivant. Soit un ensem­
ble S tel que (s1 , s2 , s3 ) E S  et rn, e11semble T tel que (t1 , t2 , t3 , t4 , t5 , t5) E T. 
La "master" liste pour T étant la suivante (s 1 , s2 , s3 ) .  Les préférences pour les 
éléments de S étant celles-ci 
S1  t 1 , t2 
S2 t3 , t4 
S3 t5 , t5 
La première attribution générée sera la suivante : { (s1 , t 1) , (s2 , t3 , (s3, t5) }  
Ce qui correspond à l 'arbre suivant 
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T ,'itérn.tio11 suivo.11te produira l'attribution : {  (s 1 , t 1 ) , (s2 , t3, (s3 , tG ) }  
L'a.rlm.: évolu(, aura donc évolué tel que 
1 
(s l ,  t 1 ) 
1 
(s2, t3 ) 
(s3, t5) (s3, t5 )  
L'itération suivante produira l 'attribution : { (s1 , t 1 ) , (s2, t4, (s3, t5 ) }  
L'arbre évalué aura donc évolué vers ceci 
1 
(s1 , t 1 )  
(s2 , t3 )  (s2 , t4 )  
� 1 
(s3, t5) (s3 , t6) (s3, t5 ) 
L'algorithme va continuer à itérer jusqu'à obtenir l'arbre suivant qui couvre 
tous les résultats générés. 
Une bonne manière de comprendre l 'ordre clans lequel les différentes attribu­
tions sont générées est d'associer un poids à chaque paire calculée. On attribue 
au premier choix une valeur plus importante qu'aux autres. 
Ponr illustrer ce point, repartons de l'exemple précédent.. Si on ar,tribue à la 
paire (s.;, tj) tel que t_i = o fi un poids correspondant à 2r où i- représent.e IS I  
moins la  position de s; cla11s la "master" liste de  T.  Nous utiliserons cette formule 
car elle permet d'attribuer un poids différent à chaque paire. Si on compare le 
poids total de toutes les associations générées on obtient 
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associations poids total 
{ (s1 , t 1  ) , (s2, t3 ), (s3 , t5 ) } 7 
{ (s1 . t1 ) ,  (s2 , t3 ) .  (s3 , tü) } 6 
{ (s 1 , t t ) , (s2 , t,1 ) , (s3, t., ) }  5 
{ (8 1 . t 1 ) .  (s2, f4 ). (83 , t ü ) }  4 
{ (s1 , t2 ) ,  (s2 , t3 ) ,  (s3 , ts ) } 3 
{ (s 1 , t2 ), (s2, t3 ) , (s3, tG ) }  2 
{ ( S l , t2 ) ,  ( S2 , t,J ), ( S3 , t5 ) } 1 
{ ( S 1 : f2 ) , ( S2 ,  t,1 ) ,  ( 83 ,  tG ) } 0 
Afin de facilité la compréhension , vous trouverez le détails dn c11kul du poids 
pour les deux premières auribmions. 
Pour { (s 1 , t 1 ) , (s2 , t3 ) , (s3, t5 ) }  on considère : 23-1 + 23-2 + 23-3 = 7 
Pour { (s1 , t 1 ) , (s2 , t3 ) , (s3 , t5 ) }  on considère : 23- 1 + 23-2 = 6 
L'ordre apparaît immédiatement. Au départ d 'associations où l 'on maximise 
le nombre de premier choix, on se dirige vers les associations où l'on minimise' 
le nombre de premier choix, et c:e toujours dans les premiers éléments de 111. 
"master" liste de T. 
4.7  Temps au pire p our trouver la  première paire 
stable 
Un point, d'iméret part.iculier dans l 'étude de cette algorit;hme esL de cornrnit.re 
le t.emps au pire pour Lrouver la première paire sLable. De pan le fonct.ion­
nement intrinsèque de l'algorithme, trouver la première paire stable est presque 
immédiat. 
Considérons la situation suivante 
- S tel que (s1 , ... , s,, ), n étant égale à IS I  
- T tel que (t1 , ... , t111 ), m étant. égale à IT I  
- rnl comme la  liste de préférences des étudiams pour T 
- Chaque s; E S a définit une l is te de préférence -y(s; ). 
Exécuto11s nmi11tena11t l'algorithme. Apr ès avoir iuitialisé les différell(es vari­
ables , entamons la première bonde. L'algori r. hme prend le premier rlément. de 
la pile et commence à itérer sm les ét11diants. Il sélecr.ionne donc un ér.ndiant. 
8; . L'ensemble de mat.ching venant d'être init ialisé, s; n'a pas encore de paire 
clans JW. L'algorithme va clone tenter de créer une paire. Il va clone rechercher 
les préférences de s; ,  f fM (, (s; ). S'agissant de la première i tération, ffM b (s; ) 
sera égale à -y(si ). 
Si cette liste contient au moins 2 éléments, il créera un nouveau matching qu'il 
étendra avec la paire (s;, 012 ) et l'ajoutera à la pile. Si la liste contient ensuite au 
moins l élément, i l  étendra le rnatching courant en y ajoutant la paire (s;, 01, ). 
De part le fait que (s; , 01, ) = f fM (ï(s;), OJ, est en fait le premier choix de s; , 
il suffit à dire que la paire ainsi créé est optil l la.lc. 
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De ce fait, on peut dire que le temps au pire pour calculer la première a ttr ibu­
tion stable est de l'ordre de 0( \S \ )  et, ce à t:0nditio11 que les opératio11s de calcul 
de préfére11ce et de l'o11structio11 d'a ttriuutiu11 ::;e fom e11 u1 1 temps 0(1 ). Ceci 
corrc::;po11d miiquc111c11t. au cas où ètUc1111 1 1 1atcl1i11g 11 'a t't.C· p1ù.léfini auparava11t 
co111me l 'algorit.lnue le pennet. '1. 
Si une paire devait être définie au préalable, il serait alors peut être nécessaire 
de parcourir tout l'arbre des possibilités avant. de parvenir à la conclusion qu'il 
11'existe pas <l'a.ttriuutio11 staul e. Da11::; le ec1::; co11 traire la prernière attriuutio11 
;;table ;;cra trouvée da11::; le 111ê111c tc1 11p;; que dc111;; le ca;; cla;;::;iquc. 
4 .8  Temps au pire pour trouver les différentes 
attributions 
Comme nous l 'avons vu  en 4.5 , de part la structure du problème il n 'existe 
qu'une attribution stable. Celle-ci ;;era trouvée en un temps 0(n), n étant égal 
à \ S \ .  De l 'ensemble des attributions découvertes, l'algorithme va cependant 
en découvrir quelques unes plus intéressantes. Il semble clone intéressant de 
connaitre le temps an pire afin de calculer ces différemes al.t.ribnr,ion. 
Pour les calculer il est nécessaire <le parcourir l 'ensemble de l 'arbre des possi­
bilités. Le temps au pire pour calculer cet ensemble est donc de l 'ordre de 0(2") ,  
n étant égal à \ S \  tel que v u  précédemment en 4.G.3. 
4 .  9 Re1narques 
Cornme nous l'avons vu au travers de ce chapitre, l'algorithme d'assignation 
des mémoires ignore un nombre important d'attribution;; possibles. Bien que ces 
attributions ne ::;oit pas ::;table par défi11ition, certaines d'entre elles pourraient 
être intéressanr.es. 
Nous sommes concC'mré an r.ravC'rs de cc docnmcnrs snr lR notion d'R. r.t.ribn­
t.ion stable. Il serai t int.P.ressant. rh1pprol'ondir A lR. nmion de regre t. minimum 
clans le cadre de l'attribmion des mémoires. On définit la nmion de regret comme 
su i r  : Pour une instance I de SM, considérons une attribution 111. Pour une 
paire ( m, w)  E 111 , le "regret" de rn sera égale à la position de w <lans la liste 
de préférences de 1n. Le "regret de w sera , logiquement , égale à la position de 
m clans la liste de préférences de w [3]. 
L'application de la 11otio11 <le regret rni11imu111 sur un problème de mariage 
stable revient à tenter <le trouver une attribution où la sati;;faction 111oyen11e 
des participants est plus élevé. En effet , l'attribution rninrniscra le "regret" de 
chacun des participants. 
Exemple : 
4. voir chapitre 3.2 
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Considérons l 'ensemble 1\ / des hommes et leurs pré férences : 
- Torn : ( Emma, Kr-isten, Nina. ) 
- .John : (  fün11w .. Nin(l. , J(i ·isten ) 
- Alex : (  Nina, E111:11w., J(risten ) 
Considérons l 'ensemble J,\/ des femmes et leurs préférences : 
- Nina : ( Tom, John, Ale:c ) 
- Kriste11 : ( Tom, John, Alex ) 
- Emma : ( Tant, Jolm, Ale:c ) 
Pour l'attribution suivante le regret total sera de 6. ( { Tom, Emma. } , { 
John, NinŒ } , { Alex, Kristen } ) 
Tandis que pour cette nouvelle attribution le regret total sera de 4. ( { Tom, 
Kristen } , { John, Emma } , { Alex, Nina } ) 
Dans le cas de l 'attribution des mémoires, il se pourrai t  que certaines attri­




Au travers de ce document nous avons essayé d'étudier l'algorithme utilisé 
aux Facultés Notre Dame de la Paix de Namur clans le cadre de l'assignation 
des mémoires. Cet algorithme est basé sur le problème bien connu du mariage 
stable. 
Dans ce cadre, nous avons tout d'abord fait un rapide état de l 'art clans le 
domaine. Nous avons présenté les formes principales de mariage stable et leurs 
caractéristiques et avons pu ainsi présenter la forme classique de mariage stable. 
Nous avons également étudié des formes avec égalités et listes incomplètes. Ce 
parcours nous a également permis d 'appréhender le concept d'attribution stable 
et de ses variations en fonctions du contexte. 
Nous sommes ensuite entrés clans le vif du sujet en présentant l'algorithme 
utilisé. Nous avons présenté l 'algorithme clans sa version formelle et avons décrit 
son fonctiormement. 
Dans une t.roisième part.ie, nous avons abordé l 'éLucle de l'algori i.hme ,\.u 
Lravers de divers poims clés . Nous avons t .o11t d'abord caLégorisé l'algori 1.hme. 
Pour ce faire, nous avons déterminé à quelle forme de mariage stable nous avions 
:\ fai re. Par la même occasion , certaines spécificités de l'algorithme ont pu être 
1 ui:;es en avant. 
Cette première catégorisation étant réalisée, il s 'est avéré nécessaire de définir 
le concept de stabilité clans le contexte de l 'assignation des mémoires. Ainsi, sur 
base des points découverts au préalable, nous avons pu adapter la définition 
d'attribution :;table à notre co11texte. 
Nous avons en:;uit e  voulu vérifier si l 'algorithme réalisait bieu le travail at­
tendu. Kons Rvons démontré qne l 'algorithme était en mesure de trouver llll<' 
attribut.ion stable si elle existe. Nous avons clér.onvert qne le fait, de fixer une 
paire pouvait engendrer quelques soucis. 
Conceptuellement, nous avons démontré qu'il ne pouvait exister qu'une seule 
a ttribution stable. Cette attribution stable sera toujours découverte car l'algo­
rithme est définit pour découvrir une attribution stable si elle existe. 
33 
L'éLape suivante de notre étude à porté sur rordre des solutions obtenues. I l  
:;ernbla.it intéressant de voir s'il existait une relation d 'ordre en t re les d i fférentes 
as:;ocia.Liolls gé11érée:;. Pom ce f'c1 ire 1 nous avorn; t out d 'abord étudi(� si l'ordre 
t't.ait l ié à l a  stabilit<'.: des attribut.ions . Cet.Le hypothèse s'esL rapidcn1L'l1t avérée 
fausse. 
Nous avons dès lors évalué une autre piste : laquelle consistait. à vérifier 
une relat.ion d'ordre basée sur la compléwde des at t.ribt1Lions. Les at t.ribut ions 
générées aurait été ordonnées sur base du nombre de paires contenues. Cette 
hypothèse s'est également révélé fausse . 
Nous avons, dès lors, étudié la possibi l i té que l 'ordre de pré f'érence pour 
les étudiants puisse déterminer une relat ion d'ordre. Cette proposition s'est 
avérée exacte puisque l'algorithme favorise les premiers choix pour les premiers 
éléments de la liste de préférences dans les premières associations. 
L'étape suivante de notre étude fut la détermination du temps au pire afin 
de trouver la première attribution ainsi que toutes les attributions que l'algo­
rithme est en mesure de trouver. Nous avons ainsi pu déterminer que trouver la 
première attribution stable est un travail relativement simple si l 'on considère 
le fonctionnement de base de l'algorithme. 
Cependant, ce travail peut devenir plus cmnplexe si l 'on prédéfinit certaines 
paires préalablement comme l 'algorithme l 'autori:;e. 
Dans le cadre de la recherche de toutes les attributions, nous avons pu rapi­
dement définir le temps an pire en nous basant. sur les différentes observations 
déjà réalisées. Sur cette base, nous avons déterminé que nous étions face à un 
problème exponentiel. 
Enfin, nous avons émis quelques remarques sur base des observations précédentes. 
Nous avons ainsi suggéré une étude du concept d'attribution avec regret rnini-
1m1111 clans le cadre de l 'algorithme d'attribution des mémoires 
Au travers de ce document nous avons pu découvrir plusieurs facettes de 
l'algorithme. l i  en reste, sans cloute, de nouvelles à découvrir. li serait très 
certainement opportun de s'intéresser a.ux optimisations envisageables. Celles-ci 
pouvant se faire au travers de 111oclificatious ponctuelles afiu d'opt imaliser le 
t r;1 i t.c 111cnt et/ou l'amélioration de l'obte11tim1 de:; ré::;ultats rnais éµ;a.leme11t, ell 
c 1 1 v isagea11t de nouvelles techniques de calcul. 
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Vous trouverez en annexe un projet Java contenant une instanciation de l 'al­
goritl 1 1 ne d'assignation des mérnoires. Cette solution fait abstraction de l 'assig­
nation de plusieurs étudiants à un même sujet. Cette implémentation a permis 
une meilleure compréhension de l'algorithme. De part cette implémentation, une 
seconde valiclat.ion des différentes propositions a pu être réalisée. 
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Annexe B 
Description de l 'algorithme 
Ce document écrit par monsieur vVim Vanhoof, contient la description du 
problème d ;assignation de mémoire ainsi que la description de l 'algorithme 
utilisé. Il a servi de base au différentes recherches réalisées au travers de ce 
mémoire. 
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