In this work we put the method proposed by van Hinsberg et al. to the test, highlighting its accuracy and efficiency in a sequence of benchmarks of increasing complexity. Furthermore, we explore the possibility of systematizing the way in which the method's free parameters are determined by generalizing the optimization problem that was considered originally. Finally, we provide a list of worked-out values, ready for implementation in large-scale particle-laden flow simulations. Suggested Reviewers: M. A. T. van Hinsberg M.A.T.v.Hinsberg@tue.nl Main author cited. He introduced of the method MAE.
• We generalize the optimization problem that arises in the method of approximation by exponentials of van Hinsberg et al., whose solution determines the free parameters in this method.
• A worked out list of parameters is provided, ready for implementation.
• We provide a complete time-integration algorithm, extending it to second order by coupling it with state-of-the-art quadrature schemes in the window region.
• We perform extensive testing to show that the method is accurate and can be used in practical particle-laden flow simulations.
Introduction
The equation of motion of an isolated, small, spherical particle submerged in a Newtonian fluid is well described by the equation proposed by Maxey and Riley [20] , often referred to as the Maxey 
where C D = 6πaµ, C B = 6a 2 √ πρ f µ , m p is the mass of the particle, m f is the mass of the displaced fluid volume, a is the particle radius, ρ f and µ are the density and dynamic viscosity of the fluid; and g is the acceleration due to gravity. The vector v is the velocity of the (point-)particle and u that of the surrounding fluid field, evaluated at the particle's center. D/Dt denotes the material derivative of the fluid. Equation (1), 5 together with v = dr/dt and the initial conditions r(t 0 ) = r 0 and v(t 0 ) = v 0 form an initial value problem that must be solved to obtain the trajectory of the particle (where r is the particle's position vector). The different terms on the right hand side of (1) have distinct physical interpretations and can be identified as: (from left to right) the force applied to the volume displaced by the particle in the undisturbed flow (F U ), the added mass or virtual mass force (F A ) 1 , the Stokes drag (F D ), the Basset-Boussinesq history force (F H ) 10 and the force due to the weight of the particle minus its buoyancy (F W ).
Equation (1) can be used to simulate the dynamics of a number of particles suspended in fluid, provided that the particles are small enough, so that the flow around each of them can be accurately modelled by the The first of these works addressed B through the construction of higher order schemes. The other work addressed A with a kind of window model that approximates, rather than neglects, the tail contribution to the Basset integral. In this work, we build upon these two methods, combining them and further adding to the result. The focus is placed on the optimization problem that leads to the determination of the free parameters of the model of van Hinsberg et al. We analyse the performance of the resulting algorithm in 50 a succession of steps, each adding a layer of complexity toward real-world applications. Consistently, we show its remarkable efficiency and accuracy. We are also concerned with the validity ranges and robustness of the method, about which we draw some generic recommendations. Finally, a worked out list of optimal parameters is included (Appendix E), ready to be used in numerical implementations for particle-laden flow simulations. 55 
Window models and the Hinsberg method

Preliminaries
Once discretized in time, the Basset-Boussinesq history term, F H will have been replaced by its finite difference counterpart. That is, a linear combination of the integral itself evaluated at different times. Therefore, the problem of how to evaluate such term becomes that of finding a way to calculate the integral itself, rather than its derivative, at any given point in time. Let us start by recalling the exact form of the integral:
which can be rewritten as
where K B (x) := 1/ √ x defines the Basset kernel function and f (x) a differentiable vector field (assuming the unknowns to be smooth enough). Thus, the integral above can be understood as the convolution of f with the kernel K B . Note that, with this notation, we have F H = C B dI B (t)/dt. It is also possible to consider a different form of the Basset integral, where the derivative moves under the integral sign; see Appendix A.
where the alternative form is on the right-hand side. The latter was precisely the one used in [12] , though its second term vanished because the initial time was taken as t 0 = −∞. Nonetheless, the same method can be applied to both situations; it is only necessary to correctly identify the field that must be considered: either 60 f , or its derivative 3 . As pointed out by [6] , the first form is very convenient because it eliminates the need to compute either any additional derivatives or the second term in (4) . It is for this reason that we have also adopted this form in this work. In this section we present our algorithm for the integration of the MRE, describing it in detail. We start with the hybrid polynomial interpolation/analytic approach, which we use for the computation of the 65 integral over the more recent history. Then, we introduce the method of van Hinsberg et al., which defines how the integral over the remaining history is calculated. Finally, we explain how both approaches are stitched together and implemented in the time integration scheme of the full MRE.
Hybrid polynomial interpolation/analytic approach
The idea of using a polynomial interpolation to approximate only the nonsingular part of the integrand 70 (f in Equation (3)) was introduced in [12] , who used linear polynomials and obtained a first-order accurate method. That is, they showed the quadrature error to scale with h 2 , where h is the distance between successive quadrature points. This performance beat standard methods (for example, the second order Euler-McLaurin formula, of order one half) but also the fractional derivative approach used by Bombardelli et al. [2] , which is first-order-accurate. The method consists in the following steps: 75 1. Subdivide the integration domain, [t 0 , t] in n subintervals [t 0 , t 0 + h], . . . , [t n−1 , t n ], with t = t n . The boundaries of these intervals are defined by all the scheme's intermediate time integration points up to the present time, t.
2. Interpolate f in the interior of each interval with a linear polynomial.
3. Replace f by its interpolated approximation back into the integral and find its primitive (it has a simple 80 analytical formula).
4.
Reorder the resulting expression as a weighed sum of the values f 0 := f (t 0 ), . . . , f n := f (t n ). The result is the discretized version of I B .
5. Plug the expression into a suitable time integration scheme for the MRE. The resulting algorithm expresses the current force as a function of the unknowns at all the past (and current) time steps.
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The method was recently extended to second and third order accuracy by Daitche [6] , who employed a type of semi-implicit Adams-Bashforth scheme for the time-integration and provided a detailed analysis of its performance. We will thus hereafter to it as the Daitche method. Its second-order-accurate variant has been our specific choice in this work.
Addressing memory requirements: window methods
90
Even though Daitche's method achieves considerable improvements in accuracy, therefore allowing for larger time steps, its memory requirements are still large. In systems with many particles, the necessity of keeping track of the complete history of each of them becomes highly demanding. Indeed, let us for instance consider a system with 10 5 particles. Assuming we take a time step of 0.01s and a simulation duration of 10s (as done in [6]), the necessity of storing one vector per time step and particle leads to a total 10 8 vectors or, 95 roughly, about 1 GB in memory (assuming a vector takes up 3 × 8 bytes) by the end of the simulation!. As mentioned in the introduction, the influence of past values decays as time passes, and window methods are design to take advantage of this fact to avoid having to store the complete history of the particles.
The simplest approach consists in neglecting the contribution of the particle's history that is older than some cut-off time t − t w , where t is the current time. One refers to t w as the window time, because only the history within [t − t w , t] is taken into account. That is, one considers
which is equivalent to
The integral on the right-hand side of (5) becomes the window contribution, and the integral one on left-hand side of (6) the tail contribution. The idea is to employ a suitable method, such as the Datiche method, to 100 calculate the window contribution and to neglect the rest, thereby saving all the associated memory space (and avoiding the corresponding computations). As such, this method corresponds to what is known as the window method in literature, following its introduction by Dorgan and Loth [8] . These researchers applied it to the case of finite particle Reynolds numbers, taking advantage of the faster decaying nature of the history force kernel in this case 4 , see for instance [16] . Here we apply the term window method generically to any 105 method that records only a limited part of the particles' most recent history. The main weakness of the original window method is its poor accuracy, precisely due to the slow decay of the convolution kernel in time (as the inverse of the square root for the Basset kernel); because one is thus forced to increase t w significantly to keep the tail truncation error low, at the cost of sacrificing potential memory savings. A much more accurate window method was proposed by van Hinsberg et al. [12] (henceforth referred to as 110 MAE for Method of Approximation by Exponentials). In it, the tail contribution is not neglected but rather approximated. Specifically, while in the window region the kernel is kept exactly equal to the Basset kernel, in the tail region it is only approximated by a different, special kernel. The advantage of this special kernel is that it leads to a recursive expression of the evolution of the Basset integral in time. That is, the evolution of the integral from one time step to the next can be expressed in terms of its value in the previous time step 115 plus a contribution that depends only on the recent history. Despite its relatively recent development, the method has already found application in the study of particle-laden turbulence; see [4] , [14] and [17].
The MAE: methodology
Let us review the method in sufficient detail. We begin by replacing the Basset kernel K B : (0, t − t 0 ] → R with the modified kernel K : (0, t − t 0 ] → R, defined by
where K B (τ ) = 1/ √ τ , as before, and the tail kernel is defined by
and
Which introduces 2m free parametric constants, a 1 , . . . , a m and t 1 , . . . , t m . In other words: we replace the Basset kernel by a linear combination of exponentials at the tail. As for the form of the functions, van 120
Hinsberg et al. reason as follows: Let us consider the unknown parameters t 1 , . . . , t m to be a set of points that belong to the interval (0, ∞). Let us then impose the condition that the graph of each K 1 , . . . , K m be tangent to that of K B at the these points t 1 , . . . , t m . This condition looks to align the exponentials with the reference curve, so that a much smaller set of good candidate exponential approximants is considered.
Precisely setting α and β as in (10) fulfils this purpose. The hope is that this choice will later facilitate the 125 determination of the sets of parameters a i and t i . Now, instead of (5), one has
where we assume t w ≥ t 0 . Thus, the whole integral becomes the sum two terms: the window contribution, F w (t), and the tail contribution, F t (t). The former can be calculated, for example, with the polynomial interpolation/analytic approach. In particular a first-order accurate version of this method was used in [12] . On the other hand, F t (t) is calculated as explained below.
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The use of exponentials to approximate the tail of the kernel becomes the key that permits a recursive calculation of the tail integral, which leads to a radical decrease in memory requirements. It is not difficult to prove the following relations [12] 
and where a suitable temporal discretization of F d,i must be provided. Note how only recent values of the integrand are involved in the calculation of F i (t); all the information regarding older values is extracted, in (13) , by referring to the old value of the integral itself.
Of course, it is still left to define parameters a i and t i . Let us for this purpose consider the error associated with the approximation of K B by K, which we would like to have as small as possible:
where F H,K is the approximate history force, obtained using I in place of I B and |·| denotes the usual vector modulus. Note that we have employed the RHS form of Equation (4) also for the kernel K. This is possible, given the regularity of K, see Appendix A. Furthermore, it is straightforward to generalize the bound given in [12] , see Appendix B: (15) whereK is obtained from K by replacing the t i with their rescaled analogues,
In fact, these authors considered only the limit t 0 → −∞, at which the first term in the parenthesis in (15) vanishes. Their interest was therefore to find a good approximation for long simulation times. Indeed, by taking this limit in (15) , we recover the bound derived by [12] :
Now, an important observation to be made at this point is that the bound in (17) is also a bound for all values t 0 > −∞. This means it is legitimate to take it as a reference for real, finite-time simulations. Like Hinsberg et al. point out that the minimization of the quantity between parenthesis on the right hand side of the inequality (16) is not amenable to the standard Newton-Raphson algorithm. They propose the following substitute objective function, which is differentiable with respect to the unknown parameters a i and t i :
The first step in the optimization procedure suggested by the same researchers is to "make a reasonable choice fort i "; and then to calculate the optimal a i parameters by applying Newton-Raphson's algorithm. About the choice of thet i , the only indications are to make the choice oft i so as to they cover a great range, making the separations smaller as the values become smaller. A single example oft i values was provided 140 by [12] , specifically, the 10-member set {0.1, 0.3, 1, 3, 40, 190, 1000, 6500, 50000}, for which the corresponding Newton-Raphson-averaged values a i were also provided.
The method has proved remarkably effective in reducing the computational cost of the simulations; see [12] , [22] as originally formulated. Nonetheless, it still leaves room for improvement. Specifically, the following issues are not covered: 145 a) the possibility of having a nonzero initial relative velocity, which is not taken into account b) the unexplored possibility of using a different time step for the quadrature c) the choice of the t i , which is largely heuristic Point a) we have briefly touched upon, showing that the method's bound is applicable in this case. In any case, we do not pursue here an adaptable method which should include the dependence in time of the kernel's 150 free parameters. Point b) is altogether left for future work. Point c), however, is the main concern of this paper, and, in particular, the subject of Section 3.
Full algorithm
Let us finally detail the specifics of the numerical implementation. We have already mentioned that the full algorithm is obtained by combining the hybrid polynomial interpolation/analytic approach for the integration of the window term with the MAE to approximate the tail contribution. The first method is accurate, requiring fewer time-steps per unit simulated time; the second avoids having to store most of the particle's history, leading to important memory savings. The algorithm closely resembles the one by [6] , to which we have applied the required modifications. Let us start by rewriting the MRE as
where F N H stands for the 'non-memory' forces, that is
and where now
The added mass force F A has thus been split in two: one part has been moved to the LHS of the MRE and the rest has been absorbed, along with F U , into F * U , which now holds the non-historic contribution from the fluid acceleration. By integrating both sides of (19) 
The discretization of the integral term in (22) can be done for a variety of finite difference schemes. Here we have chosen the Adams-Bashforth Formulas, as in [6] . On the other hand, the H-terms are partitioned according to the MAE, see (11), as
and where H w (s) is calculated with the Daitche method, while H t (s) is calculated according to (11), (13) and (12), see Section 2.4. The algorithmic details concerning the latter term can be found in the Appendix B. Furthermore, and similarly to what has been done with F A , the term H t,n+1 , which also contains a term proportional to v n+1 , is split and the latter is sent to the LHS of the equation, leaving the modified term H * t,n+1 on the RHS. By doing so, the equations become semi-implicit. In the work of [12] it was found that the accuracy and stability of the resulting algorithm improved greatly, avoiding the need for extremely small time-steps. Our preliminary calculations indeed confirmed the same tendency. Denoting the time stepping index as k, the resulting first-order scheme (used in the initialization) reads
while the second order version (used elsewhere) is
where the subscripts indicate the time-step at which each term must be evaluated and where and extra index (α or β) has been added to the H * t terms to indicate which formula (first or second order, see Appendix C) 155 must be used in each case.
Optimization problem: determining the a i and the t i
In this section we generalize the optimization problem considered in [12] in order to fix the free parameters a i and t i . First, we pose the problem in a mathematically sound setting. We then present several alternative options to circumvent some of the difficulties brought about by the original formulation. Next, we explore 160 the behaviour of the different options, which show significant differences in behaviour. Finally, we present the results for the different alternatives. The best ones (listed in Appendix E) are used in the subsequent chapters.
Posing the optimization problem
Let us start by making explicit the dependence of the functions involved. Re-expressing the modified kernel (7) in terms of a i and t i , we obtaiñ
and the Basset kernel is
For the sake of a compact notation, we define the kernel approximation error as the following function:
We would like to minimize the error in the calculation of the history force, F B . However the force depends on the unknown relative flow and thus we must settle for minimizing its bound, given by Equation (17). This is equivalent to minimizing
Anticipating the numerical difficulties associated with this cost function, we set up the minimization problem leaving the cost function unspecified so that alternative cost functions can be later considered as follows minimize ai,ti
where i takes integer values from 1 to m and I(a i ,t i ) stands for a general objective function. For example, 165 one of the alternatives is to consider I ≡ I 1 .
Let us discuss this set-up in some detail. Regarding the design variables a i , the zero lower bound is imposed in order to avoid exponentials (with negative exponent) weighted by a negative value. This would give rise to concave functions with which to approximate a convex one (one over the square root), which is not in the spirit of the methodology explained in Section (2.4), which tries to restrict the set of exponentials 170 to those resembling the Basset kernel as much as possible. On the other hand, the upper bound of parameter a i is arbitrary. However, this bound helps the optimizer to find the solution in a smaller space. Of course, sub-optimal values could be expected by this simplification, but in our numerical experience, when we do not use the upper bound constraint, the optimal solution always fulfils it anyway.
Likewise, the positivity oft i is required to keep the values of the modified Basset kernel real. Furthermore, requiringt i > 1 may seem reasonable. This variable represents the non-dimensional history time, thus taking values on the window part may appear as unnatural. However, we do not add this constraint in order to get better solutions. In fact, the numerical results explained in the following sections support this idea. [12] had also made this point. The box constraints can be directly handled by means of the line search method [25] . The problem contains 180 a small number of design variables (2m), which represent at most 20 unknowns for the cases considered. Thus, the complexity in solving the optimization problem will depend mainly on the nature of the cost function. We next present the different cost functions that we have considered. I 1 is included along three additional alternatives leading to more tractable optimization problems.
The first option is defined by the use of I 1 itself (see 17), which we repeat here for completeness:
Two terms are involved: the absolute value of the error at the point where the window and the tail meet (t − t w ) plus the absolute value of the error derivative integrated along the whole tail. The second term can be interpreted as the W 1,1 ([1, ∞); R) semi-norm. The latter penalizes the outliers weakly, so the error is expected to be small in most of the points but remain large in few points.
Since the L 1 norm is linear with respect to its argumen, the convexity and non-linearity properties of the 190 problem are essentially determined by the dependence of the error derivative with respect tot i (it also linear with respect to the a i ). The abs-value function is not continuously differentiable, so a non straightforward treatment on the computation of the gradient will be required.
Alternatively, we can consider replacing the absolute-value function in the I 1 cost function by the square function. That is
This option leads with a stronger penalization of the outliers, i.e., points with large errors in the derivative tend to be eliminated more easily. In this case, the second term in the cost function can be interpreted as the
With the L 2 norm we gain convexity but we add nonlinearity to the already nonlinear dependence oñ t i . However we add a quadratic non-linearity which is relatively weak. In addition, this modification also 200 contributes to improve regularity (I 2 is continuously differentiable) and no special treatment of the gradient is required.
Option C: I 2t cost function
In this case, we replace the abs-value of the cost function by taking the square, to which we add an extra weightτ .
This extra weightτ was included in [12] 'to correct for the change in norm'. With it the values at the end of the tail will be more strongly penalized than the values at the beginning of the tail. The convexity 205 and non-linear aspects are very similar properties to those from Option B.
Option D: I 2tH cost function
This option can be understood as a restricted version of Option C, were thet i =T i are given. That is
So that the dependence with respect tot i has been removed. Basically, thet i values (represented byT i ) must be provided as data. This is the cost function that was explored in [12] , where an increasing separation between successive values was suggested for the T i . Its properties are similar to those of Options C, but since 210 the space of possible solutions has been reduced, we should expect higher optimal costs in this case. Note that after a few manipulations (detailed in Appendix C) and taking x i := a i , the optimization problem can re-expressed in matrix notation as
where A and b are also detailed in Appendix C. Equation (36) thus has the form of standard quadratic programming problem. More specifically, with a quadratic cost function and box constraints. This kind of problem can be approached effectively by standard optimization algorithms [25] .
Exploring the character of the cost functions
In this section, we explore the behaviour of the different options introduced above as a function of the variables a i andt i at low dimensionality (m = 2), to facilitate visualization. Figure 1 shows the cost function for Options A and C in terms of a 1 andt 1 . Note the discontinuity on the derivative of the cost function in Figure 1a . In contrast, Figure 1b shows the smoothness of the cost function I 2t , which greatly facilitate the search for minima. Its graph is otherwise very close to that of I 1 220 (Option A). We will show that the gain in regularity makes up for the difference.
Note that the cost function is, in both cases non-convex, specifically with respect tot 1 . Therefore local minima are expected to appear. Indeed, in practice we observed the appearance of multitude of local minima, whose number grew very quickly with dimensionality. Nonetheless, for this low-dimensional case it is possible to exactly determine the optimum point, which is marked in Figure 1 . Next we study the dependence of the different cost function with respect as a 1 and a 2 are varied, whilẽ t * 1 andt * 2 are held fixed to their optimal values. Note from Figure 2 the convexity of both cost functions with respect to the dependence with respect to the a i , as compared tot i . Certainly, to consider only the dependence on a i makes the optimization problem much more tractable, especially as the dimensionality grows.
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Finally, let us look at the dependence ont 1 andt 2 alone. Figure 3 shows a contour plot of the I 1 bound in terms oft 1 andt 2 where, this time, a * 1 and a * 2 are being held fixed (at their optimal values). The strong gradients and the nonlinearity of the dependence on thet i can be clearly appreciated. The cost function is almost flat close to the optimum, but away from it the gradient grows very quickly. This could indicate that the selection of thet i might not need to be determined with extremely high precision. However, obtaining 235 a fair approximation should be essential. Indeed, we have found in practice this to be the case (see next section).
Numerical solution of the optimization problem
In this work we have developed an in-house code in Matlab c and solved the problem with a standard PC (3.40GHz processor in a 64-bit architecture). We have nonetheless taken advantage of symbolic coding 240 mode in the Matlab environment to calculate all the derivatives and integrations.
Furthermore, We have also employed the optimization toolbox of Matlab. This tool makes combined use of a variety of methods (Newton-Rapshon, Quasi-Newton and steepest descent, among others) for constraint optimization (box constraints in our case). Continuous optimization algorithms helped to obtain the real (local) minima. Furthermore, their convergence is normally faster than the alternative genetic algorithms. Specifically, we have used the interior point algorithm (primal-dual Newton-Raphson), which considers both the primal and dual variables simultaneously (see, e.g., [25] ).
Our numerical experiments show that the problem is full of local minima, thus the strategy of initial point seeding becomes crucial. For each case m we must determine a i and t i , with i = 1, . . . , m. We propose the following heuristic initial point strategy, which has worked well up to m = 10, and consists in the following 250 (An upper index m is used to refer to the case the parameters correspond to).
1. Take a m i randomly generated in (0, 1].
2. For m = 1, taket 1 1 as also randomly generated in (0, 1].
3. For m = 2, . . . , 10, definet
This initial strategy is used when solving Options A, B and C. In combination with it, we also employed the Global-search toolbox of Matlab, which is a type of multi-start technique for Global Optimization. This 255 tool granted the possibility of exploring many different initial points and was specifically used with the a i variables.
Some particularized remarks for the different options
For Option A the gradient is discontinuous in some regions. So in order to have a robust algorithm, we computed the gradient by perturbations, though at a high computational cost. For Options B and C, the 260 gradient could be computed analytically (symbolically), leading to faster performance. For option D, the gradient is also computed analytically, taking the t i as specified in 3.3. Figure 4 , shows the minimized a i andt i values of the upper bound for the different options. We have also included the single result reported in [12] . Case C seems to slightly outperform the others, although 265 option A is very close, except perhaps for the last point, where the computational cost was already very high. note that this implies that, at least for the points where I 2t < I1, either only local minima were found or convergence had not been achieved when using I 1 as the objective function. The complete list of optimized values a i andt i corresponding to the I 1 and I 2t bounds can be found in Appendix E. Let us now make a few comments about these results, looking at each individual option. For Option A (I 1 ), for which the gradient is obtained by perturbations, the algorithm suffered significantly for m > 4. This was due large number of computations needed to evaluate the gradient, which increases exponentially with m when employing perturbations. That is, very sub-optimal solutions were found when the initial values where not set adequately. Precisely this fact justified the convenience of trying large number of initial values and, consequently, the use of Global-search with its associated computational costs. The results 275 come out second-best (after Option C), even though this alternative is the only one that uses the original objective function, I 1 .
Results
For Option B and C (I 2 and I 2t ), the computational cost per initial point was significantly less, thanks to having an analytical expression for the gradient. Still, finding appropriate initial values remained very demanding. We again observed a strong dependence on initial values and a huge number of local minima 280 significantly hampered the search. Nonetheless, thanks to a reduced cost in computing the gradient, a much larger number of initial points could be employed. As a result, Option C came out slightly on top of Option B and clearly beat Option A and Option D by a considerable margin.
Regarding Option D, number of design variables is halved and, consequently, the number of possible initial values decreases. Though there are local minima, a much smaller number of them were found in this case, 285 which considerably sped up the computations. Nonetheless, the optimized costs were significantly higher that for the other options. Note how, encouragingly, with our proposed strategy 3.3 a very similar cost is achieved for m = 10 compared to that of the parameter set reported in [12] .
In general, the bounds monotonically decrease as the number of exponentials increases for all the options, as expected. By looking at a particular examples (see Section 4), we will see that the actual error also follows 290 the same trend, although not as robustly.
Despite all the technology applied, the problem starts to become unaffordable for m > 10 for Options A, B and C. The high computational cost is basically caused by the number of required initial guesses, which strongly increases with m. This affects all the Options, except Option D, where the problem becomes less severe and the process could actually be carried on further. As we will see, this will not turn out to be 295 necessary in many applications. . 
Performance
In this section we test the performance of the MAE using the optimized a i and t i values from the previous section. We start a with very elementary example, aimed only at measuring the quadrature error. Next, we 300 consider a single-particle example with analytical solution to benchmark the accuracy of the full scheme. The last example features a long-term, 10 000 particle simulation with which we show the remarkable efficiency of the method.
First benchmark: an integral with analytical solution
The error bound (17) can indeed be used for conservative predictions about the expected error when using the MAE. Nonetheless, we wish investigate how this bound in fact relates to the actual error, but of course this can only be done for particular cases. Consider the convolution of the sine function, denoted sin * K B (t), a commonly chosen example with analytical solution; see [2, 12, 6] 5 . Its physical significance is that of a sphere being forced to oscillate in an otherwise quiescent fluid. The error can be expressed, see (17), as
since cos ∞ = 1. We have computed the bound numerically, by partitioning the integral in (38) in two 305 parts: an integral over the region where the argument of the absolute value may change and an integral over the rest, where the sign is given by that of dK B /dτ (which has a slower asymptotic decay than dK/dτ as t → ∞). The first part can be calculated (to very high accuracy) using a standard quadrature method, while the second one has an analytical formula. In order to obtain a representative measure of the error, we evaluate the integral over [−∞, 2π − φ i ], with φ i sampled at 40, evenly distributed, points in [0, 2π] and we 310 take the mean absolute error within the sample 6 . We denote this error as E 2π (t w , m), making explicit its dependence on both t w and m. The results are shown in Figure 5 , where three different sets of parameters are considered: the single list given in [12] (m = 10), resulting from the optimization of I 2tH ; the set obtained from the optimization of I 1 , for m = 1, . . . , 10; and the set obtained from the optimization of I 2t , again for m = 1, . . . , 10 (see Section 3). For the sake of clarity, we include a single set of results in Figure 5a where we 315 have picked t w = 2π/10. Figure 5b shows the analogous results for a range of window times, including the single curve from Figure 5a . Figure 5 shows how indeed the errors fall significantly below their optimized upper bounds, up to more than an order of magnitude so. Overall, it seems that both the I 1 and the I 2t methods achieve comparable results, while the parameters by van Hinsberg et al. come out as a bit less accurate. Nonetheless, this 320 difference turns out not to be consistently significant, despite our inclusion of the t i parameters as variables in the optimization problem. This indicates that the trial-and-error strategy used by these authors yielded a close-to-optimal result. Figure 5a . Figure 5b shows the analogous results for different values of tw corresponing to tw = 2π10 k for k = −5, . . . , 0 (with thicker lines corresponding to larger values of tw).
In theory, the greater the window, the smaller the error should be, because the approximation of the kernel is done over a smaller portion of the total domain. This tendency is expected to be especially pronounced 325 for small values of t w , close to the singularity of K B at τ = t. There, the well-behaved exponentials have difficulty keeping close to the curve for as it diverges. This is indeed what can be seen in Figure 5b . The time window ranges 1 × 10 −5 to 1 fractions of a period and is represented by using greater thickness on the error curves corresponding to larger windows. The tendency of the curves to go horizontal for increasing m signals the breakdown of the kernel approximation for extremely small values of t w . Note that, for t w smaller 330 than 1 × 10 −3 , none of our optimal a i , t i sets manage to keep the error under the 1 × 10 −2 mark. However, a small t w requires an even smaller integration time step. So as long as the time step is kept large enough, such small time windows become unnecessary, because the memory cost can be afforded. This is why the most effective solution is to use a high accuracy scheme, such as the second or third Daitche schemes for the integration of the window in the MAE.
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A final remark about Figure 5b : note that although the expected monotonous behaviour of the error with respect to variations in t w is mostly realized, there can be exceptions: for m = 7 there is a crossing between adjacent sets of curves. This fact highlights the complexity of the relations that govern the method.
A different way to characterize the accuracy gains obtained by increasing the number of exponentials is represented by Figure 6 . It shows the relation between the number of exponentials, m and the minimum window time necessary to attain a desired level of accuracy. On the horizontal axis we represent m; on the and similarly we define t w,10% and t w,0.1% . In other words, Figure 6 addresses the question if t w,x% (0) is the minimal time window necessary to have less than x% error when using the standard window method, 340 then what fraction of t w,x% (0) is instead required when using the MAE?. The answer will depend on the values of m and x. Strictly speaking, the existence of a unique solution is not even guaranteed, since that would require the strict monotonicity of the dependence of E 2π on m, which we have seen to only hold approximately. Nonetheless we have applied the bisection algorithm to find such solutions, producing Figure  6 . Note the immense memory cutoffs that are generated by the MAE. For instance, suppose the accuracy 345 goal set to one percent. Then just by including a single exponential approximant, the interval of the particles history that must be tracked is reduced by a factor 10 3 , by just using the I 1 -optimized a 1 and t 1 . Or else by more than 10 6 if ten exponentials are considered.
Let us now consider the joint effect of the quadrature algorithm and the kernel approximation, using the same test flow as above. For that, the initial time is taken as t 0 = 0, the final time is set to 10. The time 350 interval [0, 10] is initially partitioned in eighty parts. This amount is successively doubled, defining the range of values of the time step, h. For simplicity, the error is now measured at single point (t = 10); that is E(10). Figure 7 shows the performance of the algorithm described in Section 2.5 for a fixed t w = 1 and m = 10. The method initially follows the third order slope of the second-order accurate Daitche quadrature algorithm. But then, as soon as the time integration error becomes dominated by the error due to the approximation 
Second benchmark: Candelier's solution
There are a limited number of known closed-form particular solutions for the Maxey-Riley equation. Some of these can be found in the works cited in [10] . Fortunately, the solution obtained by Candelier et al. [3] includes the effect of the Basset force, as well as all the other forces, though the Faxén terms do 360 not contribute in this case. The solution corresponds to the trajectory of a particle that sediments under gravity in an infinite container which is rotating as a rigid solid around a fixed axis. The same benchmark was considered in [6] (see the same work for the input parameters). Figure 8 shows two spiral trajectories resulting from two different versions of the solution by Candelier and co-workers. The inner spiral corresponds to the full solution, including all the terms in the MRE. The outer spiral is obtained by neglecting the Basset 365 contribution, while retaining the remaining effects. The asymptotic behaviour of the radial coordinate around the rotation axis is in both cases of exponential form, of which the exponent's coefficient is modified by the presence of Basset force. This asymptotic solution becomes a very good approximation only after a few turnover times [3] . The exponential form suggests that this test is especially demanding, as it should tend to amplify any systematic inaccuracies over time.
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For the purpose of measuring the accuracy of the algorithm, let us define the error function as
where r(t) = x(t) 2 + y(t) 2 is the exact radial coordinate and r num its numerical approximation. We consider E(100) as the measure of the error. This measure has a very similar behaviour to the max-norm over all the time steps. This is because the error tends to accumulate in a monotone way, leading to the maximum value occurring at the final point in most cases; see [6] . For instance, the error introduced by neglecting the Basset force at t = 100 is r(100)−rno Basset (t) r(100) > 14.
375 Figure 9 shows the error for different values of m for the MAE as compared to the bare, second order Daitche method. The optimal points were those obtained with the cost function I 1 , since this set gave slightly more accurate results for all values of m in this example. We observe that, despite a few permutations do x y z all forces no history force occur between curves with successive m values, in general terms increasing m yields an increase in accuracy which, on average, amounts to about half an order of magnitude each successive increase.
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But, how many exponentials should be used?. Based on accuracy, the safest answer should be as many as possible, or at least, as many as necessary. However, taking efficiency into consideration might complicate the matter. Indeed, adding additional exponentials to the kernel has two detrimental effects on efficiency. First of all, it implies a proportional increase in the total number of operations needed to compute the tail contribution. But more importantly, each new exponential requires an extra vector to be kept in memory per particle, i.e., the value of F i in the previous step, see (13) . Of course it is still possible to increase the time window, thus improving the effectiveness of a fixed number of exponentials, as Figure 5 suggests. But again, this increase also implies a raise in the memory demand. The situation is summarized in Figures 10, where the error is plotted against the total number of bytes to be kept in memory per particle. The number of bytes is estimated by assuming that 24 bytes are taken up by each vector, as number of bytes = 24(m + 1 + t w /h)
where the time step h is kept constant at 2.5 × 10 −3 , close to the saturation time step (below which no further gains are obtained, see Figure 9 ). This corresponds to an error of around 10 −3 for 8, 9 or 10 exponentials, according to the same figure. The window time is successively doubled, starting at t w = 5h. Again, Figure  9 shows that only initial increases in the memory demand (via increase in the number of exponentials or the value of t w ) yield significant gains in accuracy. Furthermore, the gains in accuracy per byte are greater when 385 investing them into more exponentials rather than into additional t w (except perhaps for the very smallest values of t w ). In other words, within the analysed ranges, it pays off to take t w as small as possible, while using as many exponentials as necessary.
Some remarks concerning the choice of t w
It is not quite clear how small is 'as small as possible'. The smallest value considered in Figure 10 is 390 t w = 0.05, or t w ≈ 0.008 periods. This t w corresponds to an error of around 10 −3 , based on Figure 7 . Making it smaller might very quickly lead to important approximation errors. Furthermore, since the time step is only a fifth of that amount, only five points enter the window region. Any further decrease in t w would surely damage accuracy, while not significantly reducing the memory requirements, according to (42), with m = 10. Based on this line of reasoning (and our numerical experience), we conclude that ten points are a reasonable 395 option, which we have adopted by default in conjunction to m = 10. This translates into 21 vectors to be stored per particle. Indeed, for a fixed integration time step (which is typically determined by other factors, such as the overall time scheme or the fluid time resolution) the accuracy gain is quite substantial compared to, say, only five points, while still avoiding important memory sanctions. We do recommend this combination as a starting point in other simulations, as long as the frequency of the relative motion is low enough. That is, 400 making sure that at least a few time steps fall within the period corresponding to the highest frequency modes in the motion. For instance, in a turbulent flow, this frequency is that of the Kolmogorov microscales, unless some external, high frequency force is acting on the particle. We test this 10-point, m = 10 combination in the following benchmark. We now wish to test the efficiency of the full algorithm. For that, we will consider the benchmark test that was considered in Guseva et al. [11] in their work about the influence of the history force on the dynamical properties of a system of sedimenting particles. These authors studied a synthetic bidimensional flow that is a transient variant of the classic cellular flow field previously studied in, e.g., [19] . The flow field is given by Figure 10 : Relative error of the particle position at the final time (t = 100s) for different memory loads per particle. Figure 10b is a zoomed-in version of Figure 10a , showing the intial part with the lesser amount of bytes.
where x i are Cartesian coordinates and U and L are the characteristic velocity and length-scales of the flow; ω controls the frequency of the temporal evolution of the flow and k its amplitude. Such flow covers the Cartesian plane with 2πL-diameter vortices, each one flowing in the opposite sense than the ones directly next to it. Guseva and co-workers were interested in studying the long-term evolution of a number of particles subject 410 to the above flow in a double-periodic domain containing four vortices. They monitored 10 000 particles for up to 120 periods employing the first-order accurate version of the Daitche algorithm. They did not extend the simulation duration any longer, since, as they put it: 'A longer interval is not possible to choose due to the numerical cost of recording the history force with small time step for this number of particles'. We attempted to reproduce one of their examples using the MAE with our optimal points and use it as a 415 test for efficiency. The values chosen for the input parameters are consistent with [11] and roughly correspond to the typical conditions in the phenomenon known as marine rain 8 . This term refers to the sedimentation of small agglomerates of mainly organic mater from the surface to the deep ocean, subject to the turbulence found in the upper layers due to the action of wind; see [11] and the references therein. Their values are summarized in Table 1 . While these are in dimensional form, they correspond to the same non-dimensional 420 variables used by [11] . Figure 11 shows the position of ten thousand particles suspended in the cellular flow at three different time instants. The particles where initially placed in a uniform lattice covering the whole domain, as was done in [11] . The effect of the history force is apparent: With F H ≡ 0 the particles become confined to a set of four curves. In contrast, when including all forces, full bands with particles are still visible at the latest 425 stage, although the bands' edges do become more sharply marked. These qualitative trends are consistent 7 The flow described in [11] differs from the one described here in that, in it, the arguments of the sine and cosine functions are pre-multiplied by π. We however only managed to obtain similar results to the ones reported in their work upon removing this π factor. We suspected that the difference was simply due to a misprint. In contacting the authors, this possibility was given credibility and thus we have assumed this to be the case. Note that, in particular, this modification changes the meaning of L, which is no longer equal to the diameter of a vortex, but rather 2π times smaller. 8 Except perhaps for the peculiar value for the gravity (see Table 1 , which is the only value not given in dimensional form by [11] , although its value is determined by the nondimensional parameters used therein) with [11] .
However, we must point out some differences as well. Take the configuration corresponding to t =  s (120 periods). For the case of no history, the configuration reported by [11] (Fig. 4, (c) ) looks much more similar to our configuration at t =  s than the one at t =  s. For the case with all forces, our configuration is 430 closer to the one reported by Guseva (Fig. 4, (d) ), although some differences can be found still. In particular, for t =  s, a dark spot lying on the axis of symmetry of the figure signals an accumulation of about fifty particles, which is not marked in [11] (note also its counterpart near the top-right that corresponds to the top pair of vortices, with another fifty particles). Furthermore the particles concentrate in areas with much sharper edges in our case, again as if a faster convergence was taking place. We tried different integration schemes, combined with the first-order version of the Daitche quadrature but always obtained similar results. After much scrutiny, we could not find the reason for such divergence and thus we leave the question open for other researchers to settle.
We now turn to the comparison between the second and third rows in Figure 11 . Comparing the top two rows, no visible effects arise due to the use of the window method at any of the recorded times. However, 440 the total computational time is greatly decreased by this, as is apparent from Figure 12 , where the elapsed time per unit simulated time is represented. The steady increase in memory resources and the number of computations to be performed translates into ever higher costs for the Daitche method. The MAE, instead, stabilizes after a few time-steps, once the window region is completely filled. Note that in our implementation the cost is of the same order as for the case of neglecting the history force altogether.
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Admittedly, our implementation is mounted on top of a 3D discrete element code, where neighbour search has been switched off. The flexibility of the application sacrifices some efficiency and thus one cannot conclude the latter statement to be the case in more optimized implementations. Indeed, more detailed analyses with the help of profilers show that a vast majority of the time spent in computing the hydrodynamic forces is still being spent with the history force. Further analysis and reductions of the history force cost are thus in 450 order. However we have demonstrated that the MAE, as described, already critically improves the situation. The perspective of routinely including the Basset force in the numerical implementation of the Maxey-Riley seems now much closer.
Parameter
Value Description (a) t=1
No history force, Daitche
All forces, Daitche
All forces, MAE (m = 10) 
Concluding Remarks & Outlook
We have presented a detailed algorithm that combines the higher order quadrature scheme presented in 455 [6] (Daitche method) with the window method presented in [12] (MAE). The MAE includes several free parameters that must be determined. In the original formulation, half of the parameters (the a i ) where determined by solving an optimization problem, while the other half (the t i ) had to be fixed based on heuristic arguments. We have generalized the original formulation by including all the parameters in the optimization. 460 It turns out that the resulting problem is significantly more challenging. To address it, We have combined advanced optimization techniques with relatively large computational resources, producing the list of parameters summarized in Appendix E. By extending the problem, we have introduced a strategy that could inspire future research to continue refining and/or extending our list.
In any case, with the current list of parameters the overall algorithm already yields very high performance. 465 We have shown this in several tests, where the method displayed remarkable accuracy. We have demonstrated that the reductions in the memory requirements can consistently be expected to exceed three orders of magnitude, even when the accuracy requirements are strict. As a consequence, the computational cost of including the history force has not changed the order of magnitude of the overall performance of the code in a long simulation with 10 000 particles. We find this result remarkable, since it is an extended view that the 470 inclusion of this force dramatically hinders performance.
radial migration of a Stokes particle in a vortex. Physics of Fluids 16, 1765-1776.
Theorem 1. Let F n define a sequence of differentiable functions in a closed interval I = [t 1 , t 2 ], for n ≥ 1, 540 and let F n be the corresponding sequence of derivatives, also defined in I. Suppose that F n converges uniformly to some function G, also defined in I. Suppose also that there exists a point t 3 where the limit lim n→∞ F n (t 3 ) exists. Then {F n } converges uniformly to a differentiable function F , and its derivative is G.
We want to apply the theorem to the sequence of functions F n (t) : I → R, t → To particularize Theorem 1 to these choices of F and F n it is enough to show that the following hold: a) Each F n is differentiable in I. c) The sequence F n converges uniformly to some function, G, defined in I.
The requirement a) follows immediately by the differentiability of the integrands. The requirement b) follows from the existence of the Basset force of all t > t 0 . Finally, let us consider
which tends to zero as m and n tend to zero (assuming the derivative of f to be well behaved). So the sequence is uniformly Cauchy and, thus, uniformly convergent to some function G, defined in I. We have proven that c) also holds. We can now apply Theorem 1 and write
for all t ∈ I, where in the last equality we have used the Dominated Convergence theorem again to move the limit under the integral sign.
In summary, we have proved that the formula is valid in an interval I = [t 1 , t 2 ], as long as t 1 > t 0 ; thus 550 proving Equation (4), also for the Basset kernel.
Tail contribution formulae 560 We must discretize the term The integral on the right-hand side of can be approximately computed using the same technique as in Daitche's method, since the kernel K i , now of exponential form, also leads to analytically computable integrals when convoluted with polynomials. This was, in fact, the approach followed by [12] , who considered the first-order-polynomial version. The first-order version of C.1. The result is where now t − t w = t 0 and where τ −i = t − t w − ih. (we assume here that t w is taken as multiple of h) and where the explicit dependence of β(t i ) on t i has been omitted for brevity. This formula is equivalent to the one presented in [12] . The extension to order two can also be done in the same manner. However, the resulting formula is numerically very unstable due to cancellation errors and thus we followed an alternative path. Since the kernels K i are well behaved around t n − t w , it is possible to use a standard quadrature method there. By interpolating, not only f , but the product K i f , with second-order polynomials one obtains the following quadrature rule In this Appendix, we outline the quadratic character of the minimization problem when I 2tH bound is taken as the cost function. Thet i values of I 2tH bound must be given and we represent them byT i in I 2tH as I 2tH (a i ) = I 2t (a i ,T i ) = e K (1, a i ,T i ) 2 + The kernel error with respect to a i can be written as
Thus, the first term of I 2tH bound can be expressed, using Einstein notation, as e K (1, a i ,T i ) 2 = K B (1) −K(1, 1,t i )a i 2 = a i K (1, 1,t i )K(1, 1,t j ) a j − 2K B (1)K(1, 1,t j )a j + K 2 B (1).
(D.3)
By defining the design variables as x = a i , the A
ij matrix, the b the first term of I 2tH is readily rewritten in matrix notation, as e K (1, a i ,T i ) 2 = 1 2 xA (1) x − b (1) x + c (1) .
(D.5)
Similarly, the second term of I 2tH has the following form The second term of the I 2tH bound can be compactly expressed as
Collecting the first and the second terms, we obtain the final expression for the I 2tH bound as
which stands for a standard quadratic minimization as
where A and b are defined as A = A (1) + A (t) and b = b (1) + b (t) . Note that c = c (1) + c (t) is suppressed from the expression since it does not play any role in the minimization problem. m = 1
