A study on industrial use of virtual reality for production technology systems by Paunović, Marko
 
UNIVERZA V LJUBLJANI 


















Raziskava vpeljave navidezne resničnosti v sisteme 
















































UNIVERZA V LJUBLJANI 

















Raziskava vpeljave navidezne resničnosti v sisteme 



























Mentor: doc. dr. Marko Šimic, univ. dipl. inž. 























Iskreno se zahvaljujem svojemu mentorju doc. dr. Marku Šimicu, ki mi je omogočil 
opravljanje magistrske naloge pod njegovim okriljem ter vse nasvete in usmerjanja pri 
definiranju ter izdelavi naloge. Obenem gre velika zahvala prof. dr. Niku Herakoviču, vodji 
katedre za vse nasvete in omogočanje izdelave magistrske naloge. Zahvaljujem se tudi 
ostalim članom laboratorija LASIM, za vzpodbudo in tehnično pomoč, še posebej Mihi 
Pipanu in Andreju Kosu. 
 
Hvala družini, ki so me ves čas podpirali in mi omogočili študij, in moji dragi punci, ki ni 






























Ključne besede: Industrija 4.0 
digitalizacija 
navidezna resničnost  
   komunikacija v resničnem času 
SQL podatkovne baze 






Navidezna resničnost predstavlja enega od pristopov digitalizacije sistemov in procesov v 
industriji, ki postaja pomemben del procesov za doseganje bolj učinkovitega spremljanja, 
nadzora in optimizacije procesov v realnem času. V nalogi je podrobneje raziskan proces 
digitalizacije s pomočjo navidezne resničnosti. Analiziran je pristop za vzpostavitev 
povezave med napravo in navidezno resničnostjo, prikazana je potrebna strojna oprema in 
navedene so ugotovitve. Raziskava je podkrepljena z razvojem prototipnega sistema 
navidezne resničnosti s sodobno hidravlično napravo, ki služi kot referenca raziskavi. V 
navidezni resničnosti je izdelana animacija naprave in prikaz podatkov v realnem času. 
Preverili smo ustreznost prikaza animacije in resničnost prikazanih vrednosti merjenih 
veličin v navideznem okolju. Po podrobnejši analizi ustvarjenega sistema povezave 
ugotavljamo, da navidezna resničnost nudi prednost intuitivnega pristopa resničnega sveta, 
obenem pa omogoča fleksibilnost računalniškega okolja. Uporaba tehnologije navidezne 
resničnosti se hitro širi v raziskovalnem izobraževanju in ima ogromen potencial za uporabo 


































Virtual reality is one of the approaches for the digitalization of industrial systems and 
processes which are becoming an important part of improvements to achieve more efficient 
monitoring, control and optimization of industrial real-time processes. The thesis explores 
the process of digitalization through virtual reality in more detail. An approach to 
establishing a connection between the device and virtual reality is analyzed and the necessary 
hardware and findings are presented. The research is supported by the development of a 
prototype virtual reality system with a modern hydraulic device that also serves as a 
reference for the research. In virtual reality, the device is animated in real-time and measured 
data is displayed. We checked the device animation's display adequacy and checked the 
value of the shown values in the virtual environment. After a more detailed analysis of the 
created communication system, we find that virtual reality offers the advantage of an 
intuitive real-world approach while also allowing the flexibility of the computing 
environment. The use of virtual reality technology is expanding rapidly in engineering 
research education and has enormous potential for use in development and manufacturing 
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Seznam uporabljenih okrajšav 
Okrajšava Pomen 
  
3D trirazsežni prostor (angl. three-dimensional) 
API vmesnik za programiranje aplikacij (ang. Application Programing 
Interface) 
AR obogatena resničnost (ang. Augmented Reality) 
CAD računalniško podprto oblikovanje (ang. Computer Aided Design) 
CAM računalniško podprta proizvodnja (ang. Computer Aided 
Manufacturing) 
CT računalniška tomografije (ang. Computed Tomography Scan) 
DBMS sistem za upravljanje podatkovnih baz (ang. Database Management 
System) 
ERP sistem za načrtovanje virov podjetja (ang. Enterprise Resource 
Planning) 
FPS čas osveževanja zaslona (ang. Frames per Second) 
GUI grafični uporabniški vmesnik (ang. Graphical User Interface) 
HDMI multimedijski vmesnik z visoko ločljivostjo (ang. High-Definition 
Multimedia Interface) 
HTTP(S) protokol za prenos hiperteksta ali nadbesedila (varen) (ang. 
Hypertext Transfer Protocol (Secure)) 
IoT internet stvari (ang. Internet of Things) 
IP internetni protokol (ang. Internet Protocol) 
IT informacijske tehnologije 
LV LabVIEW (ang. Laboratory Virtual Instrument Engineering 
Workbench) 
MES sistem za izvajanje proizvodnje (ang. Manufacturing Execution 
System) 
MS Microsoft 
NPI proces uvajanja novih izdelkov (angl. New Product Introduction) 
OLE povezovanje in vdelava objektov (ang. Object Linking and 
Embedding) 
OP operacijske tehnologije 
OPC OLE za nadzor procesa (ang. OLE for Process Control) 
OPC UA OPC združena arhitektura (ang. OPC Unified Architecture) 
PDM upravljanje podatkov o izdelku (ang. Product Data management) 
SCADA sistem za nadzor in zajemanje podatkov (angl. Supervisory Control 
and Data Acquisition) 
SOAP protokol spletne storitve (ang. Simple Object Access Protocol) 
SQL strukturirani povpraševalni jezik (ang. Structured Query Language) 
TCP/IP internetni sklad protokolov (ang. Transmission Control Protocol / 
Internet Protocol) 
URL enotna lokalizacija virov (ang. Uniform Resource Locator) 
VR navidezna resničnost (ang. Virtual Reality) 









1.1 Ozadje problema 
Napredek tehnologije navidezne resničnosti ima opazen vpliv v sodobnih sistemih 
proizvodnih tehnologij. Uporaba za povečanje dodane vrednosti je možna praktično v vseh 
procesih sodobne industrije. Eden od načinov so izobraževanja s pomočjo navidezne 
resničnosti, ki imajo v prihodnjih letih velik potencial za širitev. Empirična študija je 
pokazala, da je 35 od skupno 38  raziskav (92 %) pokazalo pozitiven vpliv pri vključevanju 
koncepta navidezne in obogatene resničnosti za boljše doseganje učenja [1]. Prednosti 
navidezne resničnosti so varnost, stroškovna učinkovitost in možnost popolnega nadzora nad 
procesi in sistemi, kar pa z inženirskega vidika odpira ogromno izzivov.  
 
Danes smo že na poti k v industrijo 4.0, katere namen je povezovanje in komuniciranje med 
ljudmi, stroji in izdelki s pomočjo interneta stvari (IoT). Objekti lahko neposredno 
komunicirajo z dobavno verigo oziroma s kupci. S tem prihranimo čas in povečamo 
učinkovitost procesov na splošno. Za dosego tega je treba uporabiti danes že obstoječe 
pametne naprave oziroma standardizirane mrežne vmesnike, ki bi vse to omogočali [2]. 
Kljub temu danes programska okolja za industrijsko simulacijo ne omogočajo sinhronizacije 
navidezne resničnosti z realnim okoljem v realnem času in ni raziskana možnost odziva 
realnega okolja na dejanja v navideznem okolju. 
 
Navidezno okolje je po videzu zelo podobno resničnosti, vendar ni zagotovitve, da izraža 
dejanske fizikalne zakonitosti in pogoje realnega okolja. Navidezna resničnost se danes 
uporablja pri vojaškem usposabljanju [3], avtomobilskem in vesoljskem oblikovanju [4], 
medicinskem usposabljanju [5] in zabavi. Večinoma se sprejema v premium avtomobilski 
industriji v procesu uvajanja novih izdelkov (NPI) v fazi projektiranja, saj omogoča uporabo 
navideznih prototipov v zgodnji fazi oblikovanja [6]. Primerna je za uporabo pri projektnem 
vodenju, saj pomaga zmanjšati trajanje in s tem stroške, ter omogoča boljšo kakovost novih 
izdelkov [4]. Industrijske objekte in procese lahko v navideznem okolju analiziramo na 
intuitiven način [7], zaradi stvarnosti in interaktivnosti pa izboljšamo samo učno izkušnjo 
[8]. 
 
Ozadje problema torej predstavlja možnost uporabe navidezne resničnosti za komunikacijo 
naprav med realnim in navideznim okoljem sodobne pametne tovarne v realnem času, ter 





Na splošno se je treba seznaniti z uporabo tehnologije navidezne resničnosti pri ustvarjanju 
povezave z resničnostjo in jo raziskati. Omogočiti želimo sinhronizacijo objektov in 
procesov iz resničnosti z objekti in procesi v navidezni resničnosti v realnem času. Želja je 
izvajati proces povezave obojestransko. Zasnovali bomo shemo in način povezave naprave, 
ki jo bomo kasneje uporabili za prototipno rešitev uporabe navidezne resničnosti. Izdelali 
bomo program za generiranje signala, krmiljenje in zajem parametrov obratovanja. Podatki 
sistema bodo uporabljeni kot vhodni parametri za krmiljenje objektov navidezne resničnosti, 
ki hkrati lahko služijo za upravljanje z resnično napravo. 
 
Glavni cilj je vzpostavitev povezave med napravo v pametni tovarni in navidezno 
resničnostjo. Treba je raziskati delovanje in vzpostavitev OPC UA povezave, ki je sedaj že 
uveljavljen industrijski komunikacijski standard pri industrijskih aplikacijah in manj v 
laboratorijskem okolju. Ključnega pomena je zagotoviti ustrezne komunikacijske povezave, 
ki omogočajo branje in prenos v realnem času. Hitrost prenosa mora ustrezati zahtevam za 
osveževanje v realnem času (100 ms). Analizirati je treba podatkovne baze in SQL jezik. 
Izdelati je treba SQL strežnik in podatkovno bazo, v katero bomo shranjevali vse zajete 
podatke. Želja je izdelati program, ki bo lahko zajete vrednosti preko OPC UA povezave 
vpisoval v podatkovno bazo.  
 
Treba je analizirali proces digitalizacije, ki je nujen za uvoz modela naprave v navidezno 
resničnost. Definirati je treba zahteve in izzive za pretvorbo objektov in procesov resničnega 
sveta v navidezni. Pregledali bomo programska okolja, s katerimi lahko ustvarjamo in 
prikazujemo navidezno resničnost. Razvili bomo metodologijo za vpeljavo navidezne 
resničnosti in ovrednotili koncipirane rešitve za vzpostavitev povezave v realnem času. Na 
primeru prototipnega sistema hidravlične naprave bomo izdelali shemo koncepta povezave 
prototipnega sistema, ki vključuje koncept krmiljenja in zajemanja podatkov. Eno od glavnih 
nalog predstavlja predstavitev OPC UA industrijskega komunikacijskega standarda in 
analiza njegove uporabnosti ter prednosti. Predstavili bomo SQL podatkovne baze in 
prikazali njihovo uporabo pri sistemu za realno-časovno povezavo. Vzpostavili bomo hitri 
dostop in vpis vrednosti parametrov v SQL podatkovno bazo.  
 
Podrobneje bomo analizirali programske kode in komunikacijo med posameznimi 
podsistemi. Poleg komunikacije bodo prikazane potrebne nastavitve za ustrezno delovanje 
sistema. Programske kode bodo opisane in prikazane z blokovnimi diagrami. Ovrednotili 
bomo uporabo sodobne naprave na primeru hidravlične naprave, s tehnologijo navidezne 
resničnosti v pametni tovarni. Predstavili in ovrednotili bomo ključne elemente ujemanja 
teorije s prakso pri integraciji navidezne resničnosti z realnim okoljem. Na danem primeru 
bodo predstavljeni izzivi uporabe navidezne resničnosti, ki so lahko značilni tudi za druge 




2 Teoretične osnove in pregled literature 
2.1 Proces digitalizacije sistemov in procesov 
S 3D vizualizacijo nudimo priložnost izkušnje resničnega izdelka, preden se naredi naložba 
v izdelavo prototipa ali izdelave pravega izdelka. Vizualizacija omogoča več variacij 
oblikovanja, raziskovanje alternativ in podrobno ocenjevanje modelov. 
 
Trenutno obstaja trend, da podjetja digitalno izražajo nove izdelke, zlasti z lahkoto uporabe 
sistemov za upravljanje podatkov PDM (ang. Product Data Management). Digitalni modeli 
so integrirani v podporo njihovemu procesu uvajanju novega izdelka NPI (ang. New Product 
Introduction) za preverjanje inovativnih modelov. Z boljšim razumevanjem 3D digitalnih 
prototipov v proizvodnem procesu se bo povečalo zaupanje v sprejemanje odločitev s 
predvidevanjem in v odmikanjem od fizičnih modelov v procesu NPI [6]. 
 
Viri podatkov za ustvarjanje 3D digitalnih prototipov v okolju navidezne resničnosti so 
različni, na primer CAD (ang. Computer Aided Design) modelirniki, rentgenska tomografija 
CT (ang. Computed Tomography), laserski skener in podobno, kot je prikazano na sliki 2.1. 
Ne glede na vir ali vrsto podatkov je potrebna pretvorba in optimizacija za učinkovito 
uporabo v okolju navidezne resničnosti [9]. 
 
 
Slika 2.1: Tehnologije za pridobivanje ustreznih vhodnih podatkov. 
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Uvažanje podatkov v izbrano programsko opremo za vizualizacijo ni enostavno, če izvirni 
podatki niso združljivi. Predvidoma je za uvoz 3D modelov v Unity 3D navidezno resničnost 
najbolje uporabiti Autodesk modelirnik, najbolje 3DS MAX [10]. Diagram poteka na sliki 
2.2 prikazuje postopek za zagotovitev združljivosti podatkov z zahtevami Unity navidezne 
resničnosti. Te zahteve so usmerjenost normale, manjkajoča geometrija ali podsklopi in 
odstranjevanje neželene geometrije. 
 
 
Slika 2.2: Postopek za uvoz 3D modela v navidezno resničnost. 
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2.2 3D modeliranje 
Za uvoz modela objekta v Unity je priporočen Autodesk (*.fbx) ali Collada (*.dae) zapis 3D 
modela objekta [11]. Za uvoz 3D modelov v Unity navidezno resničnost je priporočeno 
uporabljati Autodesk modelirnik za izdelavo digitalnega 3D modela izbranega objekta [10]. 
Glede na razvitost današnjih CAD modelirnikov je najbolj pomembna izkušenost inženirja 
pri uporabi programa. Možnost konvertiranja datotek naj bi zagotavljala kompatibilnost 
ostalih modelirnikov z Unity okoljem navidezne resničnosti. Čas ustvarjanja 3D modela in 
stroški so tako nižji, obenem zagotavljamo sledljivost modeliranja tudi drugim sodelavcem, 
ki uporabljajo enak modelirnik. 
 
SolidWorks je programski paket za digitalno konstruiranje in inženirske analize, ki se 
uporablja tudi za simulacije, in je zmogljiv in uporabniku prijazen CAD/CAM program [12]. 
Čeprav ga po zmogljivosti prekašajo programi, kot so Catia ali CREO, je zaradi grafične 
podobe in enostavnosti zelo priljubljen. Razvija ga podjetje SolidWorks Corporation, ki je 
v lasti podjetja Dassault Systemes. Primer grafičnega vmesnika programa SolidWorks 
prikazuje slika 2.3. 
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2.3 Navidezna resničnost in vizualizacija 
Navidezna resničnost poteka v simuliranem okolju, ki je lahko podobno ali popolnoma 
drugačno od resničnega sveta [8]. Ponuja široko paleto možnosti in priložnosti pri izvajanju 
raziskav, saj se navidezna okolja lahko spreminjajo glede na potrebe raziskovalca. 
Navidezna resničnost VR (ang. Virtual Reality) je velikokrat omenjena z obogateno 
resničnostjo AR (ang. Augmented Reality), ki je opredeljena kot variacija navidezne 
resničnosti [13]. Medtem ko VR popolnoma potopi uporabnika v računalniško okolje, AR 
omogoča prekrivanje virtualnih elementov v fizično okolje. AR se lahko šteje za hibrid 
navideznih in resničnih okolij in zato ne nadomešča resničnosti, ampak jo dopolnjuje.  
 
Za ustvarjanje okolja virtualne resničnosti je bil uporabljen program Unity. To je platforma 
za izdelavo računalniških iger (ang. Game Engine), razvita s strani Unity Technologies, prvič 
izdana v juniju 2005. Uporablja se tako za ustvarjanje 2D, 3D in VR iger kot tudi za 
animacije. Unity so sprejele tudi druge industrije, poleg video iger, kot so filmska, 
avtomobilska, arhitektura, gradbeništvo in seveda inženirstvo [11]. Najnovejša stabilna 
različica 2019.1.6 je bila izdana junija 2019, vendar zaradi Oculus Rift VR podpore, ki ni 
enako podprta ob vsakem novem izidu, trenutno priporočamo verzijo 2018.2.20f1. Slika 2.4 




Slika 2.4: Unity programsko okolje. 
 
Za poganjanje sistema navidezne resničnosti in pravilno delovanje je potreben računalnik, 
ki zagotavlja vsaj minimalne zahteve za poganjanje navidezne resničnosti. V pomoč so lahko 
minimalne specifikacije, potrebne za povezovanje z Oculus Rift sistemom, na voljo na 
njihovi spletni strani. Poleg tega potrebujete vsaj dva USB 3.0 priključka ter HDMI izhod. 
Poleg namestitve Unity programa je treba naložiti Oculus Rift program, ki ima integrirane 
gonilnike za pravilno delovanje Oculus Rift sistema [14].  
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Oculus Rift (slika 2.5) je vodilni sistem za prikazovanje navidezne resničnosti, razvit s strani 
podjetja Oculus VR, ki je v lasti podjetja Facebook Inc. [15]. Prva generacija, ki je bila 
uporabljena v tem projektu, je izšla marca 2016.  
 
 
Slika 2.5: Oculus Rift sistem za prikaz sistemov in procesov v navidezni resničnosti [15]. 
 
Kako deluje? Vsako oko ima svoj zaslon s svojo sliko, specifično generirano za posamezno 
oko. Poleg zaslona sta tu pomembni tudi leči, ki uporabniku ustvarita še bolj realističen 3D 
občutek. Prisotni giroskopski senzorji sledijo uporabnikovim gibom in komunicirajo z 
navideznim svetom, ki odgovarja na te gibe. Sistem omogoča sledenje uporabnikovim gibom 
za celotno sliko za 360° [16]. 
 
 
2.4 Programsko okolje za obdelavo podatkov 
LabVIEW (ang. Laboratory Virtual Instrument Engineering Workbench) je vodilna 
platforma za sistematično oblikovanje testiranja, merjenja in nadzora, s hitrim dostopom do 
strojne opreme in vpogledov v podatke, izdelana s strani podjetja National Instruments [17]. 
Programiranje temelji na razpoložljivosti podatkov, tok izvajanja pa je določen s strukturo 
grafičnega blokovnega diagrama (izvorna koda), na katerem programer povezuje različna 
funkcijska vozlišča z risanjem povezav. Vsako vozlišče se lahko izvede takoj, ko so na voljo 
vsi vhodni podatki. LabVIEW omogoča inherentno vzporedno delovanje, zato lahko 
izvajamo več vozlišč hkrati, ter s pomočjo časovne (ang. Timing) kartice samodejno 
izkorišča opravilnost strojne opreme. 
 
LabVIEW integrira ustvarjanje uporabniških vmesnikov GUI (ang. Graphical User 
Interface) v razvojni cikel. Podprogrami programa LabVIEW se imenujejo navidezni 
instrumenti VI (ang. Virtual Instruments). Vsak VI sestavljajo trije deli: blok diagram, 
krmilna plošča in plošča priključkov. Zadnja se uporablja za predstavitev povezav med VI 
v blokovnem diagramu. 
 
Krmilna plošča (slika 2.6 na strani 8) je zgrajena iz upravljalnikov in kazalnikov. 
Upravljalniki so vhodi, ki uporabniku omogočajo, da posreduje informacije v VI. Kazalniki 
so izhodi- ti podajajo rezultate, ki temeljijo na vnosih in kodi. 
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Slika 2.6: Primer krmilne plošče v NI LabVIEW [17]. 
 
Blok diagram (slika 2.7) vsebuje grafično izvorno kodo. Vsi predmeti na kontrolni plošči se 
bodo prikazali na blok diagramu kot priključki. Blok diagram vsebuje tudi strukture in 
funkcije, ki izvajajo operacije in posredujejo podatke kazalnikom.  
 
 
Slika 2.7: Primer blokovnega diagrama v NI LabVIEW [17]. 
 
Grafični pristop omogoča programerju izdelavo programov, s povezovanjem že poznane 
navidezne laboratorijske opreme, kontrolna plošča pa služi tudi kot grafični uporabniški 
vmesnik, kar skupaj omogoča preizkus vsakega VI posebej. 
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LabVIEW programsko okolje z vključenimi primeri in dokumentacijo omogoča preprosto 
ustvarjanje manjših aplikacij. Za kompleksne algoritme ali velike kode je pomembno, da 
ima programer obširno znanje o posebni sintaksi in topologiji upravljanja pomnilnika. 
LabVIEW omogoča tudi izgradnjo samostojnih aplikacij (*.exe datotek). Poleg tega je 
mogoče ustvariti porazdeljene aplikacije, ki komunicirajo z modelom odjemalec-strežnik, in 
jih je zaradi naravne vzporednosti programa LabVIEW enostavneje izvajati.  
 
 
2.5 Odprtokodni standard za industrijsko komunikacijo 
OPC UA je odprtokodni standard, ki določa izmenjavo podatkov za industrijsko 
komunikacijo. Uveden je bil kot naslednik OPC (ang. OLE (ang. Object Linking and 
Embedding) for Process Control), ki je bil prvič uveden v avtomatizaciji s strani Microsofta, 
leta 1995 [18]. OPC UA (ang. OPC Unified Architecture) ne potrebuje Windows 
operacijskega sistema za delovanje in odpravljena je protokolna težava z varnostjo 
požarnega zidu. Razlike so prikazane na sliki 2.8. 
 
Slika 2.8: Razlike med OPC in OPC UA. 
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OPC UA omogoča povezovanje naprav znotraj same naprave (nižji nivoji), med napravami 
in povezovanje naprav s celotnimi IT sistemi (višji nivoji - npr. SCADA, MES, ERP). 
Združuje komunikacijo informacijskih tehnologij in operacijskih tehnologij, obenem pa ni 
pogojen z operacijskim sistemom. Bazira na TPC/IP (odjemalec – strežnik) protokolu, 
zagotavlja kontrolo dostopa, preverjanje pristnosti in enkripcijo podatkov in je zato primeren 
za uporabo v lokalnih sistemih in v IoT sistemih. Zagotavlja vse zahteve, postavljene s strani 




Slika 2.9: Osnove OPC UA standarda. 
 
 
2.6 SQL programski jezik in podatkovne baze 
SQL strukturirani povpraševalni jezik (ang. Structured Query Language) je standardni 
programski jezik za obravnavo s podatkovnimi bazami. Uporablja se ga za opravljanje 
manipulacij podatkov ter vzdrževanje in optimizacijo podatkovnih baz. Poznani sistemi 
upravljanja za relacijske SQL podatkovne baze (MySQL, ORACLE, SQLite, MS SQL) 
uporabljajo SQL ukaze, ki so skoraj identični. Delitev in primere ukazov lahko vidimo na 
spodnji preglednici 1 [20]. 
 
Preglednica 1: Delitev in primeri SQL strukturiranega jezika 
Ukazi za rokovanje s podatki Ukazi za delo s tabelami 
Ukazi za poizvedbo in povpraševanje 
- SELECT (izbira) 
CREATE TABLE (ustvarjanje tabele) 
ALTER TABLE (spreminjanje tabele) 
Ukazi za obdelavo podatkov: 
- DELETE (brisanje) 
- INSERT INTO (vstavljanje) 
- UPDATE (spreminjanje vrednosti) 
DROP TABLE (brisanje tabele) 
CREATE INDEX (ustvarjanje oznake) 
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Za lažje razumevanje pomena podatkovne baze moramo razumeti, kaj pomeni podatek. 
Podatki so dejstva, povezana s katerimkoli objektom v opazovanju, na primer vaše ime, 
višina, masa, ipd. Tudi slike in datoteke, ki so povezane z vami, se smatrajo za vaše podatke.  
 
Kaj so podatkovne baze? Podatki so lahko zelo naključni in nestrukturirani, v podatkovni 
bazi pa so urejeni v sistematični zbirki. Ker so podatki v podatkovni bazi strukturirani, nam 
to omogoča enostavnejšo manipulacijo z njimi. SQL podatkovne baze so namenjene 
strukturiranju in shranjevanju podatkov. 
 
Sistem za upravljanje podatkovnih baz (ang. DBMS – Database Management System) je 
kolekcija programov, ki omogočajo uporabniku dostopanje, reprezentacijo in manipulacijo 
podatkov ter obenem upravljanje dostopa v podatkovno bazo. Izbira DBMS sistema je 
odvisna od vrste aplikacije. Dokaj pogosto uporabljena sistema sta SQLite in SQL hitri 
strežnik. Oba sta namenjena preprostim manipulacijam s podatkovnimi bazami, vendar se v 
praksi pokaže, da nista resnično primerljiva sistema podatkovnih baz [21]. 
 
SQL hitri strežnik (ang. SQL Server Express) je brezplačna različica celotnega izdelka 
Microsoft SQL strežnik, samostojnega strežnika baz podatkov. Pogosto se izvaja na 
lokalnem računalniku, na katerega se povezujejo odjemalske aplikacije. Namenjen je za 
spletne aplikacije, kjer bo veliko uporabnikov hkrati uporabljalo bazo podatkov in obstaja 
zahteva po visoki razpoložljivosti [22].  
 
SQLite je kompakten, zanesljiv sistem z integrirano bazo podatkov, ki se pogosto uporablja 
v aplikacijah za dostop do podatkov, kjer ni mogoče namestiti polne samostojne baze. Na 
primer Firefox brskalnik uporablja SQLite za shranjevanje zaznamkov in Adobe Photoshop 
ga uporablja za shranjevanje kataloga fotografij, obstaja pa tudi dosti mobilnih aplikacij, ki 
uporabljajo SQLite sistem [23].  
 
 
2.7 Odprta podatkovno-bazna povezljivost ODBC 
ODBC ali odprta podatkovno-bazna povezljivost (ang. Open Database Connectivity) je 
standardiziran vmesnik za namensko programiranje API (ang. Application Programming 
Language) za povezavo do baze podatkov. Lahko se uporabi za komuniciranje z bazami 
podatkov različnih ponudnikov. Izgled ODBC uporabniškega vmesnika je prikazan na sliki 
2.10. na stani 12. Cilj oblikovalcev ODBC je, da postane neodvisen od programskih jezikov, 
sistemov podatkovnih baz in operacijskih sistemov [24]. 
 
Če Windows preverjanja pristnosti WA (ang. Windows Authentication) ne bomo uporabljali, 
nastavitev ODBC ni potrebna. Kadar pa vmesnik uporabljamo, je priporočeno, da SQL 
strežnik s pomočjo ODBC tudi ustvarimo. 
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Slika 2.10: 32-bit ODBC SQL strežni dostop. 
 
 
2.8 SQL hitri strežnik 
SQL hitri strežnik ali angleško tržno ime Microsoft SQL Server Express je brezplačna 
različica Microsoftovega sistema za upravljanje relacijskih podatkovnih baz. Obsega zbirko 
programov, ki so posebej namenjeni manjšim aplikacijam z veliko razpoložljivostjo 
odjemalcem. 
 
SQL hitri strežnik je brezplačna različica celotnega izdelka Microsoft SQL Server, 
samostojnega strežnika baz podatkov. Pogosto se izvaja na lokalnem računalniku, na 
katerega se povezujejo odjemalske aplikacije. Namenjen je za spletne aplikacije, kjer bo 
veliko uporabnikov hkrati uporabljalo bazo podatkov in obstaja zahteva po visoki 
razpoložljivosti [22]. 
 
V paketu programov sta najbolj uporabljena upravitelj strežnika (ang. Management Studio) 
in upravitelj nastavitev strežnika (ang. Configuration Manager), vidna na sliki 2.11. 
Glavnino dela s podatkovnimi bazami lahko opravimo z upraviteljem strežnika, kjer 
nastavljamo tudi vrsto preverjanja pristnosti pri prijavi v strežnik. 
 
 




Slika 2.11:Upravitelj SQL strežnika in upravitelj nastavitev strežnika. 
 
Omejitev velikosti baze podatkov je 10 GB, vendar je to največja velikost za eno bazo 
podatkov. Ni omejitve na število podatkovnih baz, ki lahko shranjujejo do 10 GB podatkov. 
Če je potreba po večji velikosti baze nujna, je vedno na voljo posodobitev na profesionalno 
plačljivo verzijo. Ponuja nam možnost brezplačnega spletnega varnostnega kopiranja, ki bo 
pomagalo zaščititi podatke. Pri tem moramo slediti varnostni praksi, kot je omejevanje 
dostopa do map za varnostno kopiranje. Omogočeno je iskanje po besedilu, ima komponento 
za poročanje in oblikovalca poročil: slednja dva omogočata ustvarjanje poročil po meri. 
Izvajanje SQL ukazov je enostavno. 
 
Poleg omejene velikosti podatkovne baze je slabost tudi nastavljena maksimalna uporaba 
pomnilnika na 1 GB in da ni vključene avtomatizacije opravil, kot je na primer varnostno 
kopiranje podatkov. Kljub vsemu so omejitve zdaleč previsoke, da bi omejevale delo srednje 
velikega podjetja, kaj šele domačega uporabnika, ki je ciljni uporabnik.  
  






3 Metodologija raziskave 
3.1 Koncept sistema sodobne naprave 
Koncipiranje je eden od prvih korakov v fazi projektiranja. Pomeni odločanje o segmentih, 
ki jih je potrebno povezati za delovanje obravnavanega hidravličnega sistema. Treba je 
koncipirati sistem sodobne naprave v pametni tovarni. Zaradi posebnih zahtev in pogojev 
pri snovanju hidravlične naprave postanejo hidravlična krmilja zelo kompleksna in obsežna. 
Običajno so potrebni visoki tlaki, velike hitrosti, kratek takt delovanja, visoke temperature, 
ipd [25]. 
 
Osnovne komponente hidravlične naprave so prikazane na sliki 3.1. Vsako hidravlično 
krmilje hidravlične naprave bazira na osnovnem hidravličnem krmilju: 
- hidravlična črpalka, 
- varnostni ventil (tlačni ventil), 
- krmilni ventil in 
- hidravlični valj. 
 
 
Slika 3.1: Osnovne komponente hidravlične naprave [25]. 
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Glavna funkcija hidravličnega valja je pretvorba hidravlične energije v mehansko. 
Zagotavljamo ustrezen pomik, hitrost in silo [25]. 
 




Slika 3.2: Primer osnovne hidravlične naprave [25]. 
 
Pametna tovarna zagotavlja povezljivost industrijskih sistemov in omogoča komunikacijo 
med njimi ter obenem zagotavlja nadzor nad procesi. Da je to mogoče, moramo imeti 
pametne komponente v sistemih in napravah. Pametna tovarna zagotavlja možnost sprotne 
optimizacije procesov. 
 
Za omogočanje pametnih sistemov in procesov potrebujemo informacije o dogodkih v 
napravi. To zagotavljamo z dobrim poznavanjem teoretičnega ozadja in z uporabo zaznaval. 
 
Zaznavala s standardizirano fizično povezljivostjo omogočajo enostavno komunikacijo s 
procesorskimi enotami in omrežjem (oblačna tehnologija). Kombinacija zaznavala in 
aktuatorja je sam po sebi izvršilni element. Sodobnejša zaznavala so nadgrajena s tiskanim 
vezjem, sposobna so operirati z logičnimi funkcijami in omogočajo samodejno kalibracijo 
in prenastavljanje. S pomočjo zaznaval lahko izvajamo enostavne ali zapletene izračune, 
povezana sodobna zaznavala pa omogočajo več zaznavalne funkcije [25]. 
 
Za sodobno napravo v pametni tovarni smo izbrali sistem hidravlične naprave, krmiljene s 
servo ventilom in zaprto-zančni način krmiljenja pozicije hidravličnega valja z uporabo PID 
krmilja. S pomočjo računalnika in programskega paketa NI LabVIEW lahko izvajamo 
pozicijsko regulacijo in regulacijo tlaka ali sile. Za povratno zanko zato uporabljamo 
merilnik pomika hidravličnega valja, tlačne senzorje in merilnik sile, pritrjen na batnico 








Slika 3.3: Shema hidravličnega krmilja stiskalnice. 
 
Pri nastavitvi cikla hidravlične naprave je bil uporabljen LabVIEW program in DAQmx 
merilna kartica. Na sliki 3.4 na strani 18 je prikazan blokovni diagram za nastavljanje cikla 
na hidravlični napravi. Z nastavljanjem minimalne in maksimalne vrednosti nastavljamo 
robne pogoje ter pričakovano brano napetost na izbranem kanalu merilne kartice. Pravilno 
določeno merilno območje izboljša natančnost merjenja, saj je ločljivost digitalnih sistemov 
omejena s strojno opremo. Za nastavljanje cikla naprave izberemo z rumenim krogom 
označeni VI »Simulate Arbitrary Signal«. 
 
Vsakih 100 ms izvajamo preverjanje generacije signala s pomočjo VI »DAQmx Is Task 
Done«. Ta VI se pogosto uporablja za zaznavanje napak in preverjanje statusa generiranja 
signala, kot je to uporabljeno na blokovnem diagramu spodaj. Pri preverjanju s tem VI ne 





















































Slika 3.4: Blok diagram programa za generiranje referenčnega signala poti. 
 
Cikel naprave nastavimo kot prikazano na sliki 3.5. X komponenta v tabeli predstavlja čas, 
Y pa pozicijo. Ker VI »DAQmx Write« zahteva krmiljenje od 0 do 10 V, je naš celotni hod 
pehala razdeljen z 10 V. V Y komponento bi zato morali vpisovati sorazmerne vrednosti 
napetosti od 0 do 10 V, v primerjavi s hodom pehala. V praksi bi 1V na Y skali pomenil 
pomik na pozicijo 20 mm v sistemu z maksimalnim hodom 200 mm. S preprosto kodo v 
rdečem krogu na sliki 3.4 odpravimo podajane pozicije v voltih. 
 
 
Slika 3.5: Obravnavan cikel poti hidravličnega valja stiskalnice. 
 
Zajem podatkov je ena izmed najpomembnejših funkcij pri merilnem ali informacijskem 
sistemu. Podatke je potrebno dovolj hitro zajemati in shranjevati, zajem mora omogočati 
strukturiran zapis podatkov, hkrati pa ne sme prihajati do izgube podatkov. V naslednji sliki 





Slika 3.6: Blokovni diagram za zajem in prikaz merjenih veličin. 
Kot je vidno iz blokovnega diagrama (slika 3.6), zajemamo referenčni in realni pomik in ju 
med seboj primerjamo. Zajemamo tlaka v obeh komorah: to sta tlak A in tlak B, in iz njiju 
preračunavamo silo potiska ali vleka. Pripravljen je senzor za merjenje sile, ki ga lahko 
primerjamo z izračunano vrednostjo sile. Spremljamo tudi temperaturo olja v sistemu, ki jo 
zaradi spremembe viskoznosti želimo na predvideni obratovalni temperaturi. 
 
»DAQ Assistant« VI je asistenčni program za komunikacijo z merilno kartico, v katerem 
nastavimo število zajemov in frekvenco osveževanja. Čas osveževanja za realno časovno 
komunikacijo je zelo pomemben parameter. Zaradi zahteve po komunikaciji v realnem času 
slednjega nastavimo na 100 ms. Torej vsakih 100 ms zajamemo trenutne vrednosti v sistemu. 
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3.2 Digitalizacija naprave 
Za ustvarjanje digitalnega 3D modela izbrane naprave smo uporabili SolidWorks modelirni 
CAD program. Mere iz resničnosti je bilo treba ustvariti v modelirniku v pravem razmerju. 
Da nam pri izdelavi ni bilo treba ustvariti vseh komponent znova, smo prevzeli nekaj CAD 
modelov pri podjetjih, ki proizvajajo izbrane komponente. Na spodnji sliki je prikazan 
končni digitalni sestav naprave. 
 
 




Posamezne komponente so bile uvožene v digitalni sestav. Glavni sestavni deli naprave so: 
pehalo, vodila, hidravlični cilinder, servo ventil, merilniki in ostale nujne komponente 
hidravličnega sistema. 
 
Digitalen model je izhodišče za nadaljnje delo za implementacijo naprave s tehnologijo 
navidezne resničnosti. Predstavitev naprave v virtualni resničnosti zahteva vmesne faze do 
končnega uvoza. Zaradi hitrejšega uvoza in uporabe že nastavljenih omejitev pozicije v 
prostoru med posameznimi sestavnimi deli smo razdelili sestav naprave na sprejemljive 
podsklope, saj je bila v nadaljevanju potrebna pretvorba zapisa 3D modela. Samo napravo 
lahko razdelimo na dva dela, saj premikajočih sklopov ni veliko. Pehalo je v našem primeru 
edini del, ki se bo premikal v navidezni resničnosti, zato pehalo in njegove sestavne dele 
shranimo kot individualni podsklop. Ostale dele, ki so mirujoči shranimo v drugem 
podsklopu celotnega sestava. Slika 3.8 predstavlja faze od izdelave 3d modela do pretvorbe 








Ustvarjena podsklopa sestava v SolidWorks modelirniku smo pretvorili v stereolitografski 
(*.stl) zapis digitalnega modela, ki smo ju kasneje ponovno pretvorili v collada (*.dae) zapis, 
ki je priporočen za uporabo v Unity okolju. Uporaba zapisa digitalnega modela 
uporabljenega v programu SolidWorks v Unity okolju ni omogočena. 
 
STL, okrajšava za stereolitografijo (ang. Stereolithography), je format zapisa 3D modela, ki 
izhaja iz stereolitografske CAD programske opreme podjetja 3D Systems, Inc. STL ima več 
akronimov, eden je standarden trikotniški jezik (ang. Standard Triangle Language) [26]. 
 
STL popis je aproksimiran zapis modela, ki se s številom in velikostjo popisnih trikotnikov 
bliža resnični obliki modela. STL format ne popisuje togih teles, saj z mrežo trikotnikov 
popisujemo le površino modela. S številom trikotnikov večamo točnost popisa, vendar tudi 
kompleksnost in velikost datoteke, zato je s to vrsto zapisa določen del modela popačen ali 
izgubljen. Prikaz zapisa digitalnega modela v STL formatu je viden na sliki 3.9. Krožnica 
predstavlja objekt v CAD modelirniku. Prikazana mreža trikotnikov prikazuje izgled zapisa 











Izvoz v STL format zapisa nam omogoča SolidWorks modelirnik. Pri izvozu moramo biti 
pozorni na velikost in število popisnih trikotnikov, ki jih bomo uporabili za pretvorbo. Na 
sliki 3.10 imamo prikazan podsklop ohišja in mirujočih sestavnih delov naprave v STL 












Slika 3.11: STL zapis premikajočih se sestavnih delov naprave. 
 
MeshLab je odprtokodna programska oprema za manipulacijo s površinskimi 3D modeli, 
vključno s pretvarjanjem zapisa ter barvnim in teksturnim urejanjem površine. Omogoča 
nam učinkovit proces obdelave modelov in obenem zelo točno podpira ogromne zapise mrež 
trikotnikov za popis površine. Takšne površine so lahko z aproksimacijsko zelo podobne 
resničnemu objektu [28]. 
 
Pomembnejše funkcije MeshLab programa so možnost odstranitev neželenih površin, barvni 
zapis, glajenje, filtriranje, čiščenje šumov, rekonstrukcija manjkajočih delov, združevanje 
modelov in konverzija zapisov [29]. 
 
Na sliki 3.12 na strani 25 je prikazan aktuator pomika naprave, uvožen v STL zapisu v 
program MeshLab, s pomočjo katerega ustvarimo konverzijo zapisa, primerno za uporabo v 








Slika 3.12: MeshLab grafični uporabniški vmesnik. 
 
 
3.3 SQL podatkovna baza 
Ker so zajete vrednosti v sistemu trenutne, je zaradi želje po sledljivosti procesa treba 
ustvariti podatkovno bazo za shranjevanje vseh zajetih vrednosti. Podatkovne baze (DBMS) 
so namenjene strukturiranju in shranjevanju podatkov. Izbira DBMS je odvisna od vrste 
aplikacije. V našem primeru je za DBMS izbran SQL hitri strežnik, ki nudi dodatne 





Za dostop in obdelavo podatkovne baze je treba vzpostaviti strežnik, kar naredimo v 
upravitelju strežnika. Na strani 27 je prikazan grafični uporabniški vmesnik na sliki 3.15. Za 
povezavo bomo uporabljali ODBC vmesnik za enostavnejše povezovanje v podatkovno 
bazo. Podatkovno bazo lahko ustvarimo v upravitelju strežnika, vendar je priporočljivo, da 
jo ustvarimo v ODBC vmesniku, saj je tako manj možnosti napak. Pod zavihek »System 




Slika 3.13: ODBC SQL strežnik dostop. 
 
Odvisno od uporabe je potrebno nastaviti vrsto preverjanja pristnosti pri prijavi v strežnik. 




Slika 3.14: Nastavitve SQL preverjanja pristnosti. 
 Če ODBC vmesnika ne uporabljamo, naredimo novo podatkovno bazo z desnim klikom na 
»Databases« in izberemo »New Database« v programu za upravljanje strežnika (slika 3.15). 
 
V naši podatkovni bazi je potrebno ustvariti tabelo. Pod mapo »Tables« ustvarimo novo 
tabelo, na enak način kot se ustvari podatkovno bazo. Videz tabele je treba nastaviti z desnim 
klikom na tabelo, kjer izberemo »Design« in jo uredimo. Tabela za naš sistem je prikazana 






Slika 3.15: Kreiranje SQL tabele. 
 
Za lažje upravljanje s tabelo je treba nastaviti tudi ključ zapisov (v nadaljevanju id). Naš id 
je cela številka (ang. Integer), ki se veča za vrednost ena. Ne smemo dopustiti neznane 
vrednosti (ang. Null) in zagotoviti moramo izključnost posameznih vrednosti. Vse opisano 








3.4 LabVIEW OPC UA komunikacija 
LabVIEW nudi OPC UA orodje, kjer so pripravljeni potrebni VI za nastavitev OPC UA 
strežnika in odjemalca. LabVIEW je zaradi inherentnega vzporednega izvajanja ciklov zelo 
primeren za sisteme odjemalec-strežnik. Predstavljena bo logika delovanja na preprosti 
rešitvi strežnika in dveh odjemalcev. V praksi je strežnik tudi odjemalec, ki piše in/ali bere. 
Koncept delovanja preproste rešitve bo posodobljen na primeru rešitve komunikacije 
koncepta sistema hidravlične naprave in navidezne resničnosti v realnem času. 
 
Strežnik je računalniški program ali naprava, ki zagotavlja storitev drugemu uporabniku, 
znanemu tudi kot odjemalec. V programskem modelu odjemalec-strežnik program strežnika 
čaka in izpolnjuje zahteve odjemalskih programov, ki se lahko izvajajo na istem ali drugih 
računalnikih. Na sliki 3.17 imamo blokovni diagram preprostega OPC UA strežnika. Tu je 
potrebno definirati oznako, tip, dostop in opis. Nastaviti je treba mapo »Folder Name«, 
kamor bo strežnik vezal našo spremenljivko. VI »Add Item« ustvari oznako v našem 
strežniku. Dobra praksa je zapis napak, ki se dogajajo v sistemu za lažje reševanje napak, 




Slika 3.17: Strežnik za temperaturo. 
 
Odjemalec je program, ki je uporabnik v odnosu odjemalec-strežnik. Odjemalci običajno 
komunicirajo s strežniki s protokolno zbirko TCP/IP. TCP (ang. Transmission Control 
Protocol) je komunikacijski protokol, ki vzpostavljeno povezavo vzdržuje, dokler odjemalci 






Na sliki 3.18 je prikazan blokovni diagram preprostega odjemalca za zapis na strežnik. 
Pomembna nastavitev je »Server Endpoint URL«, kjer je zapisana povezava na strežnik. V 
upravljalnik »Item Path« je vpisana mapa in oznaka vrednosti. V našem primeru je to: 
»Process Data.Temperature«. Z upravljalnikom »Temperature« nastavljamo vrednost 




Slika 3.18: Odjemalec za zapisovanje temperature 
 
 
Na sliki 3.19 je blokovni diagram odjemalca za branje vrednosti temperature s strežnika. 
Vrednost temperature nam prikazuje kazalnik »Temperature Value«. Nastaviti je treba 










Na sliki 3.20 je prikazana kontrolna plošča odjemalca za branje, ki je obenem tudi 





Slika 3.20: Kontrolna plošča odjemalca za branje temperature. 
 
Na primeru sodobne hidravlične naprave je ustvarjen program za krmiljenje in zajem 
trenutnih vrednosti (glej sliko 3.4 na strani 18 in 3.6 na strani 19). Sledeč program smo 
dopolnili z znanjem preprostih primerov OPC UA komunikacije in ustvarili program za 
pošiljanje zajetih podatkov delovanja sistema preko OPC UA komunikacijskega standarda. 
Blokovni diagram posodobitve v kodi odjemalec-strežnik je prikazan na sliki 3.21. V 
kreirane konstante teksta, ki so vijolične barve na skrajni levi slike 3.21, vnesemo ime 








Za vpisovanje podatkov na strežnik je potrebna registracija označb vrednosti. V kreiranem 
VI »Data Transfer Setup« definiramo ime, podatke in označbe, potrebne za prijavo na OPC 
UA strežnik. Blok diagram je prikazan na spodnji sliki. Tip sledečega zapisa na sliki 3.22 




Slika 3.22: Nastavitev označb vrednosti OPC UA strežnik. 
 
Pri ustvarjanju lastnega VI, je pomembno povezati kazalnike na javni izhod iz danega VI, s 
čimer omogočimo prenos vrednosti v drugi VI.  
 
VI »OPC UA Start« je ustvarjen za izvajanje nastavitev in zagon strežnika. Zgoraj opisane 
nastavitve pripeljemo v nov VI. Na sliki 3.23 na strani 32 je prikazan blokovni diagram 
»OPC UA Start« VI. Vhodni podatki so praviloma na levi strani, izhodni na desni. Imamo 
ime strežnika, ime strežnik mape, vrata, in oznake vrednosti, ki jih bomo zapisovali na 
strežnik. S »Create« VI ustvarimo strežnik, z »AddFolder« VI definiramo strežnik mapo in 





Slika 3.23: Blok diagram »OPC UA Start« VI. 
 
Izhodne vrednosti našega »OPC UA Start« VI pripeljemo do »Write« VI (slika 3.24), ki 
zapisuje trenutne vrednosti, zajete v programu na sliki 3.6 na strani 19. Čas osvežitve zapisa 




Slika 3.24: Blokovni diagram zapisa na OPC UA strežnik. 
 
Ko izvajanje programa ustavimo, se izvede »OPC UA Stop« VI (slika 3.21 na strani 30), ki 
ustavi zapisovanje in zapre strežnik. V programski kodi, ki je prikazana na sliki 3.25 na 






Slika 3.25: Blok diagram »OPCUA Stop« VI. 
 
Podatke, prejete preko OPC UA povezave, je treba prikazati in zapisati. Sledeči blokovni 
diagram prikazuje OPC UA odjemalca za zajem podatkov v realnem času preko OPC UA 
povezave in zapis vrednosti v specifično lokalno podatkovno bazo »SQL_DB«. Sledeči 




Slika 3.26: Odjemalec za prejem vrednosti preko OPC UA in zapis v podatkovno bazo. 
 
V »Server Endpoint URL« vpišemo naslov za dostop do strežnika. Poleg dostopa v strežnik 
na »Connect« VI pripeljemo vrsto varnosti strežnika, ki smo jo nastavili v prejšnjem 
poglavju. Z »Read« VI preberemo vrednost s strežnika. Da preberemo želeno vrednost, je 
treba nastaviti ustrezno oznako, ključ vrednosti, kot je to prikazano na sliki 3.27 za primer 
pomika. Ključ, oziroma oznaka, mora biti identična nastavljeni v strežniškem programu ob 








Vrednosti preberemo in zapišemo na uporabniški vmesnik. Nastaviti je treba tudi vrsto brane 
vrednosti, ki se nastavlja s pomočjo izbirnega menija v modrem kvadratku. Opisana koda je 




Slika 3.28: Branje vrednosti pomika. 
 
Za zapis v SQL podatkovno bazo je treba najprej omogočiti dostop LV v SQL strežnik. Pri 
povezavi preko ODBC vmesnika na podatkovno bazo ni treba vpisati uporabniškega imena, 





Slika 3.29: Dostop v podatkovno bazo z ODBC vmesnikom. 
 
V primeru SQL preverjanja pristnosti brez ODBC vmesnika prijavo na strežnik izvedemo, 
kot je prikazano na sledečem blok diagramu. Obvezno pa moramo omogočiti možnost 




Slika 3.30: Dostop v podatkovno bazo brez ODBC vmesnika. 
Blokovni diagram »SQLOpen« VI je prikazan na spodnji sliki. Delovanje bazira na že 
obstoječem VI »ADODBConnection«, ki je ustvarjen s strani LV. Sledeči pristop povezave 







Slika 3.31: Blok diagram »SQLOpen« VI. 
 
»Execute« VI je namenjen izvajanju ukazov. Tu zapisujemo podatke v SQL podatkovno 
bazo, zato je pomembno poznavanje ukazov izbranega DBMS sistema. Primer VI za 




Slika 3.32: Primer VI za zapis vrednosti v podatkovno bazo. 
 
»SQLClose« VI (slika 3.33) je namenjen zapiranju povezave po zaustavitvi programa. Zapis 
napak ni kodiran v posameznih kodah VI, ampak skupen na koncu izvajanja kode, kot je 









Grafični uporabniški vmesnik mora biti prijazen uporabniku. Na spodnji sliki je prikazan 
uporabniški vmesnik našega OPC UA odjemalca. Upravljalniki omogočajo vpisovanje in 
spreminjanje vrednosti v poljubne. Kazalniki so za razliko od upravljalnikov posiveni, saj 
spreminjanje in vpisovanje vrednosti v njih ni omogočeno. Ko programska koda teče, 
kazalniki prikazujejo izhodne vrednosti. Primer nastavitev za povezavo OPC UA odjemalca 
je prikazan na spodnji sliki. Kateri vnos pripada kateremu upravljalniku, si lahko pogledamo 











3.5 Navidezna resničnost 
Navidezna resničnost poteka v simuliranem okolju, ki je lahko podobno ali popolnoma 
drugačno od resničnega sveta 71[8]. Cilj te naloge je naše navidezno okolje pripraviti, da to 
zadostuje potrebni podobnosti resničnemu okolju in napravi, ki jo bomo opazovali. Treba je 
zgraditi prostor, uvoziti 3D model, integrirati upravljanje premikanja z Oculus Rift VR 
sistemom in nastaviti ustrezne robne pogoje okolja. Treba je namestiti ustrezno verzijo Unity 
programa, ki je vsaj 2018.2. Sledi namestitev Oculus Rift programa z integriranimi gonilniki 
za delovanje Oculus Rift sistema. 
 
Ustvarjanje projekta navidezne resničnosti se začne z zagonom Unity in izbiro imena 
novemu projektu. Ob samem kreiranju imamo možnost izbrati željena sredstva, ki jih lahko 
vedno naknadno dodamo. Ena izmed poglavitnih stvari  je integracija sredstev (ang. Assets) 
v Unity, saj se vsi uporabljeni deli v projektu nahajajo v tej mapi. Za pravilno delovanje je 
treba uvoziti Oculus Rift integracijo z Unity v samem projektu, kar lahko naredimo preko 
Unity trgovine (slika 3.35) ali pa prenesene datoteke vstavimo ročno. Za omogočanje 
uporabe Oculus Rift v projektu je poleg vsega treba omogočiti tudi uporabo Oculus VR v 




Slika 3.35: Uvoz in integracija Oculus Rift preko Unity trgovine sredstev. 
 
V Unity grafičnem uporabniškem vmesniku, ki je prikazan na sliki 3.36 na strani 38, 
ustvarjamo, nastavljamo in dodajamo komponente našega navideznega okolja. Vsak 
predmet in komponenta je podana v treh koordinatah, seveda ob pogoju, da ustvarjamo 3D 




Slika 3.36: Ustvarjanje objektov z Unity uporabniškim vmesnikom. 
 
Scena (ang. Scene) je kader dogajanja v programskem okolju Unity. Koordinatna izhodišča 
delov v sceni (toga telesa, kamere …) se relativno navezujejo na svojega starša (ang. Parent). 
Generalne enote pozicije so podane v metrih. Za določanje razdalje dveh ali več predmetov 
moramo zagotoviti, da imata komponenti skupnega starša. Če se starš v koordinatnem polju 
scene premakne, objekta ohranita enako relativno pozicijo med seboj in na starša. Primer 









Kamera je osnova za prikaz scene, ko smo v načinu igranja. Predstavlja prikaz pogleda v 
igralnem načinu, ki je lahko prvoosebni, tretjeosebni ali prikaz platna, oziroma menija (ang. 
Canvas). Kamera za VR prikaz (slika 3.38) mora biti povezana z Oculus Rift skripto za 
prikaz enega in drugega očesa, tako kot je to v človeški anatomiji. Vsako oko dobiva svojo 
sliko, ki potem daje občutek 3D resničnosti. Ob odzivanju sistema na naš nagib in pomik, 
pa je ta občutek toliko bolj resničen. Nastavitvi kamere je treba urediti nastavitve upravljanja 
z določitvijo upravljalnika v nastavitvah že ustvarjene skripte za pomik kamere. Kontrolo 
kamere nastavimo za krmiljenje s tipkovnico in dodamo opcijo Oculus Rift upravljalnika, ki 
omogoča uporabo in upravljanje tudi VR rok. Kamero sedaj krmilimo s tipkovnico ali z 




Slika 3.38: Nastavitev kamer in pogledov v Unity okolju. 
 
Višina kamere je standardno postavljena na povprečno človeško višino 1,60 metra, vendar 
je spremenljiva. Ko uvažamo predmete, ki so bili modelirani v milimetrih, pazimo na 
konverzijo modela v Unity enote, ki so metri. Najbolje podprti 3D objekti s strani Unity so 
*.fbx in *.dae (Collada), vseeno pa sprejema tudi *.obj,*.dxf, ipd.  
 
Izkazalo se je, da je pri uvozu Wavefront (*.obj) datoteke, 3D model slabši, kot v primeru 
Collada datoteke, ki je nudila bolj zvezen izris površine in boljše senčenje modela. Model 







Slika 3.39: Sistem hidravlične naprave v navidezni resničnosti. 
 
Za ustvarjanje ali dodajanje sestavov in sestavnih delov moramo pod mapo »Assets« uvoziti 
ali ustvariti nov objekt. Za obdelavo vizualizacije objekta je treba kreirati ali izbrati že 




 Ko kreiramo novo teksturo, se nam pojavi nov zavihek, ki je prikazan na sliki 3.40. Tu 
imamo veliko izbire za vizualizacijo objekta. Med pomembnejšimi so barvni videz, senčenje 
in efekti odboja svetlobe. 
 
 
Slika 3.40: Izdelava materiala. 
 
Izbrano teksturo lahko določimo enemu ali več objektom. Če nastavitve teksture kasneje 
spreminjamo, se vsi objekti z izbrano teksturo posodobijo. 
 
Nastaviti je treba videz in delovanje navideznih rok, ki so jih po delih vnaprej pripravili v 
podjetju Oculus VR. Za oprijem moramo na posamezno roko nastaviti skripte za togo telo, 
zaznavo trka in skripto za oprijem togega telesa (OVR Grabber). Pod slednjo (slika 3.41 na 
strani 42) moramo nastaviti sprožilec za oprijem in izbrani upravljalnik roke. V primeru 




Slika 3.41: Nastavitve skripte za rok oprijem togega telesa (OVR Grabber). 
 
V Unity grafičnem uporabniškem vmesniku moramo pod togo telo, ki ga želimo prijeti, 
dodati skripto za omogočanje prijemanja in zaznavo trka (OVR Grabbable). Pod mapo 
»Assets« in »OVR Assets« najdemo željen videz digitalnih rok, ki ga uvozimo v Unity 
okolje. Končni videz rok je prikazan na sliki 3.42. 
 
 




Za prikazovanje vrednosti ustvarimo prikazovalnike (slika 3.43). Kot prikazovalnik nam 
služi preprosti kvader, na katerega pripnemo platno. Platno je 2D prostor v 3D prostoru, ki 
služi ustvarjanju teksta, uporabniškega vmesnika in velikokrat vpisnih menijev. V našem 
prikazovalniku imamo informacijski tekst, ki je konstanten, in tekst, kamor posodabljamo 




Slika 3.43: Prikazovalnik vrednosti. 
Zahteve v tej stopnji so ugotoviti, kako izvesti animacijo pomika v programskem okolju 
Unity. Treba je razviti postopek, da podatke pri animaciji lahko obenem prikazujemo na 
zaslon. Pehalo ne sme poskakovati na vrednosti pozicije zgornje in spodnje točke, zato v 
animacijo vpeljemo linearno interpolacijo pomika.  
 
 
3.6 Izdelava programa za animacijo pehala 
Za pomik pehala prostoru je potrebno ustvariti ustrezen program. Srečamo se s C# 
programskim jezikom, v katerem smo ustvarili program za pomik. Programska koda je 
prikazana na sliki 3.44 na strani 44. Te vrste programov imenujemo skripte. Skripta je 
dopolnilna programska koda, namenjena za dodatna ponavljajoča se opravila za določene 
objekte ali objekte v okolju, ko govorimo za primer Unity okolja. 
 
Pehalo, ki je togo telo, je potrebno premikati v prostoru skozi čas. Izračun pomika Δs v enem 
ciklu programa je narejen po enačbi (1). Hitrost (v) je konstantna in v enoti metri na sekundo, 
čas (𝑡) v sekundah, pomik(s) je v metrih. 
 
∆𝑠 = 𝑣 ∗ ∆𝑡 [m] (1) 
 
V začetku programa je treba definirati katere razrede (ang. Class) uporabljamo. S tem 
definiramo, katere spremenljivke in funkcije kličemo. Skripto na sliki 3.44 je treba unikatno 
poimenovati. »MonoBehaviour« je osnovni razred (ang. Class), iz katere izhajajo vse skripte 




V začetku programa je treba definirati katere razrede (ang. Class) uporabljamo. S tem 
definiramo, katere spremenljivke in funkcije kličemo. Skripto na sliki 3.44 je treba unikatno 
poimenovati. »MonoBehaviour« je osnovni razred (ang. Class), iz katere izhajajo vse skripte 





Slika 3.44: C# skripta za simulacijo pomika pehala 
 
Spremenljivke vsebujejo spreminjajoče se podatke. Podatkovne tipe vrednosti delimo na: 
vrednostne, referenčne in kazalne. Poznamo zasebne, namenjene uporabi v izvornem razredu 
in javne spremenljivke, ki so dostopne izven samega razreda. Ustvarimo javno 
spremenljivko ciljna točka »target«, ki določa število točk, ki predstavljajo robne točke 
pomika pehala. Za možnost spremembe hitrosti med delovanjem kreiramo spremenljivko 
hitrosti »speed«, ki je tudi javna. Ustvarimo tekst »Pozicija_pah«, ki nam omogoča 
izpisovanje trenutne lokacije pehala. Zasebna spremenljivka poimenovana »current«, določa 
trenutno ciljno točko. 
 
V »void Update« vnašamo programsko kodo, za katero želimo, da se ciklično ponavlja. 
Definiran »if« pogoj pravi, da če premik pozicije pehala ni v isti pozicij trenutne točke 
gibanja, izvedemo vektorski pomik v 3D prostoru od trenutne pozicije proti poziciji trenutne 
ciljne točke, s korakom Δs, izračunanim po enačbi (1). 
 
Funkcija »GetComponent<Rigidbody>()…« premakne togo telo, na katerega je pripeta (V 
našem primeru pehalo) in ga prestavi za izračunan pomik. Za prikaz trenutne pozicije pehala 
je potrebno zapisati y komponento trenutne pozicije, saj y koordinata podaja višino pehala. 
V javni tekst »Pozicija_pah«, zapišemo y vrednost trenutne pozicije, s funkcijo 
»…transform.y.position.ToString()«. V Unity uporabniškem vmesniku povežemo 
»Pozicija_pah« tekst s tekstom za prikazovanje vrednosti na prikazovalnikih. Na 
prikazovalniku se tako posodablja in prikazuje trenutni absolutni pomik pozicije pehala. 
 
Sledi končni »if«, ki je izpolnjen ob dosegu ciljne točke. Takrat v »else« delu zamenjamo 
trenutno ciljano točko na naslednjo, zgornji cikel pa se ponovi. V blokovnem diagramu na 











3.7 Povezava na podatkovno bazo 
Direktna povezava Unity in podatkovnih baz zahteva .Net 2.0 Standard. Težava se lahko 
pojavi, če uporabljate Unity starejše verzije od 2018.2, saj te do nedavnega niso podpirale 
tega standarda. Za podporo .Net 2.0 Standarda je treba imeti nameščen Unity vsaj verzije 
2018.2 dalje. Možnost povezave na podatkovno bazo v primeru starejše verzije je možna le 
preko WWW razreda, ki bere podatke z zasebne spletne strani. 
 
Za povezavo Unity z MS SQL strežnikom in podatkovno bazo so potrebni štirje koraki:  
- Vzpostavitev povezave z MS SQL strežnikom z uporabniškim imenom in geslom. Tako 
preverimo, ali je povezava na SQL strežnik možna z SQL načinom preverjanja pristnosti.  
- Drugi korak je uvoz knjižnice asp.Net v mapo s sredstvi (ang. Assets) in ponovna 
obnovitev (ang. Rebuild) Unity projekta. 
- V tretjem koraku ustvarimo C# skripto, ki vsebuje podatke za povezavo.  
- Četrti korak zahteva odstranitev napake v povezavi (ang. Socket Exception) ter definiranje 
TCP/IP komunikacije in vrat. 
 
Tretji korak v C# skripti za povezavo na SQL strežnik preko SQL preverjanja pristnosti je 
prikazan na sliki 3.46. Pri povezavi je potrebno upoštevati: 
- IP naslov (lokalni IP naslov je "127.0.0.1"), 
- id uporabnika (uporabniško ime za prijavo), 
- geslo za prijavo, 








V četrtem koraku odpravimo napako pri povezavi (ang. Socket Exception). Nastaviti je treba 
svoj IP naslov v konfiguraciji strežnika. Odpremo omrežno konfiguracijo SQL strežnika, 
nato omogočimo TCP/ IP protokol (slika 3.47). V dodatnih nastavitvah je treba omogočiti 
tudi lokalni IP naslov in vpisati številko vrat »1433« (slika 3.48). 
 
 
Slika 3.47: Omogočanje TCP/IP povezave. 
 
 
Slika 3.48: Omogočanje lokalnega strežnika in vpis vrat. 
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Obvezna številka vrat, ki so namenjena za direktno povezavo SQL baze z Unity, je »1433«. 




Slika 3.49: Blokovni diagram povezave na podatkovno bazo. 
 
 
3.8 Branje vrednosti s podatkovne baze in prikaz 
Eden glavnih ciljev je povezati naš digitalni sistem nadzora sodobne naprave v pametni 
tovarni, s sedaj že ustvarjeno navidezno resničnostjo v realnem času. Treba je ustvariti 
program za branje in prikaz vrednosti. Izvorna koda programa za branje vrednosti z lokalne 
podatkovne baze je prikazana v prilogi A na strani 74. V spodnjem blok diagramu je 
prikazana logika delovanja začetne kode programa za branje s podatkovne baze.  
 
V začetni kodi, ki jo prikazuje slika 3.50, nastavimo robne pogoje in vzpostavimo povezavo. 
Zaradi možnih sprememb v podatkovni bazi izven delovanja komunikacije je treba 






Slika 3.50: Blokovni diagram začetne kode za branje in prikaz. 
 
Programi za samodejno delovanje so namenjeni izboljšanju konsistentnosti procesa. Ker se 
v praksi izkaže, da je pri porabi računalniške strojne opreme treba biti pozoren na 
učinkovitost rabe virov, je za omejevanje samodejnega izvajanja cikla nastavljen čas 
osveževanja, obenem pa se večina programa ne izvaja, dokler ne zaznamo spremembe v 
vrstici s ključem. 
 
Pri nadaljnji kodi programa, katere blokovni diagram je prikazan na sliki 3.51 na strani 51, 
osnovni »Update« cikel ne zagotavlja konstantnega časa osveževanja, ki vpliva na računanje 
hitrosti za interpolacijo pomika pehala. Pri izračunih fizike okolja in spremembah togih teles 
v navidezni resničnosti, je nujna uporaba izvajanja »FixedUpdate«. Ta se privzeto izvaja 




Za dostop do te vrednosti uporabimo »Time.fixedDeltaTime«. Čas osveževanja prilagodimo 
tako, da ga nastavimo na želeno vrednost v kodi, ali pa v meniju pod nastavitvami časa 
spremenimo na potrebno vrednost.  
 
Pomembno pri časovnih funkcijah je tudi poznavanje zahtevane hitrosti osveževanja zaslona 
(FPS). Uporaba funkcije »Application.targetFrameRate« je priporočljiva za nastavitev 
hitrosti osveževanja zaslona. 
 
Na blokovnem diagramu na sliki 3.51 na strani 51 v začetku ponastavimo spremenljivke, ki 
so namenjene zagotovitvi branja trenutnih vrednosti. Te zagotavljajo, da v prebranih 
vrednostih zagotovo nimamo stare vrednosti. Resurse sistema ne obremenjujemo in beremo 
le, če se je zadnji ključ v SQL podatkovni bazi spremenil in ni v nedefiniranem stanju (ang. 
Null). Sledeč pristop se dobro izkaže pri nižji frekvenci osveževanja vrednosti v podatkovni 
bazi kot frekvenci branja podatkov. Frekvenca branja podatkov je minimalno vsaj dvakrat 
večja od maksimalne frekvence branega signala po Nyquistovem kriteriju zajemanja 
podatkov. Najprimernejše osveževanje branja signala je desetkrat hitrejše kot maksimalna 
frekvenca zapisa [30]. 
 
Vse trenutne vrednosti izpisujemo na zaslon in omogočamo branje podatkov skripti za 
pomik pehala, ki bo predstavljena v naslednjem poglavju 0. Pri vrednosti pomika, poleg 
izpisa pomika, izračunamo hitrost pehala glede na čas osvežitve in prejšnje vrednosti. V tem 
primeru sta sprememba časa in sprememba pomika znana. Eden izmed izzivov za izvajanje 
linearne interpolacije pomika je, da potrebujemo tudi hitrost, ki pa ni konstanta. Izračunamo 














Hitrosti pomika zapisujemo in prikazujemo v milimetrih. Izračunana hitrost pomika pehala 
je prikazana v milimetrih na sekundo, saj vrednost v metrih na sekundo z več decimalnimi 
vrednostmi ne bi bila ravno berljiva.  
 
V naslednjem poglavju naloge bo treba zagotoviti pomik pehala po trenutnih resničnih 
podatkih. Razviti moramo način za pomik pehala v realnem času. V pomoč nam je že 














3.9 Animacija dejanskega pomika pehala 
Pri animaciji realnega pomika je izkoriščen pristop animacije pomika iz poglavja 3.6, 
izračunane prave vrednosti hitrosti in vrednost dejanskega pomika pehala. Izvorna koda se 
nahaja v prilogi B na strani 78. V navideznem okolju smo postavili robni točki pomika, 
zgornjo y točko, ki predstavlja maksimalno y pozicijo pehala, in spodnjo y točko, ki 
predstavlja minimalno y pozicijo pehala. Na sliki 3.52 je prikazan koordinatni sistem pehala 
za lažje razumevanje samega koordinatnega sistema in postavitve omejitev pomika pehala. 
V Unity koordinatnem sistemu x in z osi popisujeta ravninsko (2D) pozicijo, y komponenta 
je 3-koordinatna os. 
 
 





V začetni kodi programa (slika 3.53) za realni pomik pehala preberemo koordinate zgornje 
in spodnje točke, ki smo jih predhodno nastavili. 
 
Spremenljivka maksimalnega hoda je ustvarjena za omogočanje definiranja in spremembe 
maksimalnega hoda. Uporabimo jo tudi za pretvorbo enote pri izračunih. V sledeči vrstici 
kode pridobimo ime togega telesa, kamor je pripeta skripta - v našem primeru je to pehalo.  
 
Izračunamo razdaljo med zgornjo in spodnjo točko. Nastavimo klic v skripto za branje 
podatkov iz podatkovne baze »SQL Reading«, ki je bila predstavljena v prejšnjem poglavju 
3.8. S klicem na izbrano skripto omogočimo dostop do potrebnih trenutnih vrednosti 








Blok diagram cikličnega dela kode skripte za animacijo pehala v realnem času lahko vidimo 
na sliki 3.54. 
 
Trenutne vrednosti hitrost in pomik pehala preberemo iz skripte za branje in prikaz 
vrednosti. Hitrost animacije pomika je treba pretvoriti v osnovne enote navideznega okolje.  
 
Pehalo z linearno interpolacijo premikamo do željene točke z izračunano hitrostjo v znanem 
časovnem ciklu. Časovne konstante iz prejšnje skripte tu ni potrebno vpeljevati, saj je 









4 Rezultati in diskusija 
Obogatena resničnost (AR) omogoča prekrivanje virtualnih elementov v fizično okolje in je 
opredeljena kot variacija navidezne resničnosti (VR). Navidezna resničnost poteka v 
simuliranem okolju, ki je lahko podobno ali popolnoma drugačno od resničnega sveta in 
uporabnika popolnoma potopi v računalniško okolje. Ponuja nam široko paleto možnosti pri 
izvajanju raziskav, saj navidezno okolje lahko spreminjamo glede na potrebe.  
 
Koncipiran je bil sistem sodobne naprave v pametni tovarni. Za sistem smo izbrali 
hidravlično stiskalnico z zaprto-zančnim PID krmilnikom in servo ventilom. Sistem vsebuje 
merilec pomika, merilca tlaka v obeh komorah cilindra, merilec sile in temperature. Za 
generiranje referenčnega signala cikla hidravlične naprave in zajem podatkov smo uporabili 
merilno kartica DAQmx in programsko opremo LabVIEW. 
 
Spoznali smo LabVIEW programsko okolje za sistematično oblikovanje testiranja, merjenja 
in nadzora s hitrim dostopom do strojne opreme in vpogledov v podatke. Podrobneje je bilo 
opisano delovanje izvorne kode. Prednosti LabVIEW okolja so, da je hitro razumljivo tudi 
neizkušenim programerjem, obenem pa namenjeno izdelavi zelo zahtevne programske kode 
ali programa. Omogoča hitro integracijo in meritve z uporabo resničnih instrumentov ter 
vzpostavlja tesno povezavo med programsko in strojno opremo za merjenje in nadzor. V 
raziskovalnem okolju je zelo razširjeno in odlično podprto - od orodij, do gonilnikov 
instrumentov in svetovalcev za pomoč. Razvojno okolje je uporabniku prijazno, za razliko 
od  večine drugih programskih jezikov. VI, ki bi se v večini drugih programskih jezikov 
imenoval funkcija, ima tu svoj grafični uporabniški vmesnik in blokovno kodo. Ker za vsako 
funkcijo ustvarite uporabniški vmesnik, je iskanje napak veliko bolj vizualno, kot uporaba 
uporabniško določenih prekinitvenih točk. 
 
National Instruments si močno prizadeva, da bi razvojno okolje LabVIEW bilo skladno z 
vsemi platformami, od osebnih računalnikov z operacijskim sistemom Windows do 
vgrajenih krmilnikov z operacijskim sistemom Linux. Skrbijo za odlično podporo realno 
časovnih povezav. LabVIEW, je svetovno priznan in uporabljen program, ki je odličen 
primer, kakšne so dejanske prednosti uporabe navidezne resničnosti v industriji. 
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Na sliki 4.1 je prikazana shema lokalne povezave sistema. Hidravlična stiskalnica je preko 
senzorjev in PID krmilnika povezana z NI DAQmx merilno kartico. Slednja je povezana na 
lokalni računalnik in LabVIEW program. S pomočjo LabVIEW programa je bila ustvarjena 
programska koda za generiranje referenčnega signala gibanja hidravlične naprave. Narejen 
je bil program za zajem podatkov obratovanja in nastavljeni parametri zajemanja. Poleg 




Slika 4.1: Shema lokalne vezave krmiljenja sistema. 
 
Glede na dobljen rezultat primerjave vrednosti pomika lahko zagotavljamo, da program za 
generiranje in zajem podatkov gibanja delujeta brezhibno, saj se referenčni in dejanski 
pomik popolnoma ujemata (diagram na sliki 4.2), razen razlike pri prvem definiranju 
pozicije, pri katerem je pehalo naprave v ničti poziciji. Ujemanje signalov v najslabšem 
primeru odstopa za 0,1 mm, kar je lahko posledica pogreška zaznaval ali sile lepljenja in 
trenja. Lahko je tudi posledica zelo majhne histereze servo ventila. Zelo verjetno pa skupek 
vseh možnosti pogreškov, ki se izražajo v trenutni napaki pomika. Sledeč rezultat potrjuje 
ustrezno delovanje koncipiranega hidravličnega sistema. Uspešno so zajeti bistveni 
parametri delovanja, ki jih tudi kasneje uporabimo v navidezni resničnosti. 
 
 





Slika 4.2: Diagram poteka generiranega in zajetega signala pomika. 
 
OPC UA je industrijski komunikacijski standard za povezavo med številnimi viri podatkov, 
vključno z napravami v industriji, laboratorijsko opremo, preizkusnimi sistemi in 
podatkovnimi bazami.  
 
Prednosti uporabe OPC UA: 
- Neodvisnost od operacijskega sistema. 
- Posodobljena varnost. 
- Omogočena integracija v že vzpostavljene IT sisteme. 
- Kompatibilnost z napravami. 
- Več aplikacijskih možnosti. 
 
OPC UA razširja funkcionalnost primarnega OPC standarda, z izboljšanjem varnosti in 
migracijo na neodvisno integracijo platform, ki temelji na standardnih spletnih tehnologijah. 
Izboljšave OPC UA presegajo številne izzive in nudijo stabilnost na področju industrijske 
avtomatizacije, ki zahteva standarden, neodvisen in varen komunikacijski standard. 
 
Za prenos podatkov preko omrežja smo uporabili OPC UA komunikacijski standard in 
integrirali LabVIEW OPC UA orodje. Ustvarili smo preprosti primer strežnika in 
odjemalcev na primeru prenosa vrednosti temperature. Predstavljen je bil princip delovanja 
in praktična rešitev na preprostem primeru. Slednji pristop smo nadgradili za uporabo na 
koncipiranem sistemu sodobne hidravlične naprave. 
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Na sliki 4.3 je prikazana shematska povezava. OPC UA protokol, uporabljen v OPC UA 
povezavi, je TCP binarni protokol, ki nam omogoča varen in hiter prenos podatkov. 
Prepoznamo ga po URL nastavitvi »opc.tcp://ime_strežnika«. Lokalni in oddaljeni 
računalnik sta v teoriji lahko isti računalnik, kjer pa strežnika – odjemalca povezave - ne bi 
potrebovali. Pogoja pri dostopu v številu odjemalcev ni in omogočamo varen dostop do 
pomembnih trenutnih vrednosti več odjemalcem, ki so na primer lahko namenjeni 





Slika 4.3: OPC UA povezava lokalnega in oddaljenega računalnika. 
 
Po uspešno ustvarjenem strežniku in odjemalcu za prenos zajetih podatkov obratovanja je 
treba preveriti ustreznost poslanih in sprejetih podatkov. To naredimo s pomočjo primerjave 
podatkov iz zapisa podatkov v lokalni datoteki na lokalnem računalniku in podatki, 
zapisanimi s strani oddaljenega računalnika. Podatki, sprejeti pri odjemalcu, se v celoti 
ujemajo s podatki v programu za zajem za čas treh ciklov obratovanja. Sklepamo, da je 
povezava sledečega sistema funkcionalna in zanesljiva.  
 
Na diagramu na sliki 4.4 na strani 59 imamo prikazan diagram ujemanja signala pomika med 
referenčnim, dejanskim zajetim in prejetim vrednostim signala pomika preko OPC UA 
komunikacije. Ujemanje zajetega (dejanskega) pomika in prenesenega signala je popolno. 
 





Slika 4.4: Primerjava referenčnega, dejanskega in poslanega signala pomika. 
 
Predstavljen je bil SQL programski jezik. Prikazana je razčlenitev in primeri ukazov. SQL 
je najbolj univerzalen in uporabljen jezik za urejanje baz podatkov. Ni se ga težko naučiti, 
ukazi so enostavni. 
 
Ustvarili smo SQL podatkovno bazo s strežnikom. Uporabili in obenem preverili smo dva 
načina dostopa v podatkovno bazo. Povezava s pomočjo WA in ODBC vmesnika se izkaže 
za zelo priročno in enostavno. Povezovanje na SQL podatkovno bazo z SQL preverjanjem 
pristnosti je bolj zahtevno, vendar omogoča več fleksibilnosti in večjo kompatibilnost s 
programi.  
 
Na preprostem primeru smo vzpostavili povezavo in omogočili zapis trenutnih vrednosti. 
Kasneje smo pristop povezave uspešno uporabili na nadgrajenem sistemu na primeru 
sodobne hidravlične naprave. SQL podatkovna baza nam omogoča sinhronizacijo 
resničnosti in sledljivost zajetih trenutnih vrednosti.  
 
Na sliki 4.5 na strani 60 je prikazana povezava med LabVIEW odjemalcem in SQL 
podatkovno bazo na eni strani in povezava z Unity navidezno resničnostjo na drugi strani. 
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Slika 4.5: Povezava SQL podatkovne baze in strežnika. 
 
ODBC je standardiziran vmesnik za dostop do baze podatkov. Lahko se uporabi za 
komunikacijo z bazami podatkov različnih ponudnikov. Spoznali smo njegove nastavitve in 
enostavnost vzpostavljanja povezave v SQL strežnik in podatkovno bazo. Držimo se pravila, 
da kadar je možno, uporabljamo WA prijavo. Vmesnik je večinoma podprt na vseh 
aplikacijah, vendar v primeru uporabe z Unity ni podprt. Potrebna je uporaba SQL 
preverjanja pristnosti, ki zahteva več znanja o povezavah. Sam pristop pa omogoča več 
fleksibilnosti pri povezavi in nastavljanju pravic uporabnika.  
 
Omejitve SQL preverjanja pristnosti: 
- Uporabnik z Windows domeno mora še vedno podajati uporabniško ime in geslo za 
povezavo. Spremljanje številnih imen in gesel je lahko težavno. Zagotavljanje preverjanja 
pristopa zna biti zapleteno. 
- WA ponuja dodatne možnosti dostopa, ki niso na voljo pri prijavi preko SQL preverjanja 
pristnosti. 
- Šifrirano prijavno geslo za SQL preverjanje pristnosti je treba prenesti prek omrežja v 
času povezave. Aplikacije, ki se samodejno povežejo na strežnik, da lahko geslo 
neavtorizirano preberejo. 
Prednosti preverjanja pristnosti SQL strežnik: 
- Podpira starejše aplikacije in aplikacije tretjih oseb.  
- Podpira okolja z mešanimi operacijskimi sistemi, pri čemer domene Windows ne overjajo 
vsi uporabniki. 
- Omogoča povezovanje uporabnikov z neznanimi ali nezanesljivimi domenami.  
- Razvijalcem programske opreme omogoča, da distribuirajo svoje aplikacije z uporabo 
kompleksne hierarhije dovoljenj, ki temelji na znanih, vnaprej pripravljenih vpisih. 
- Uporaba SQL preverjanja pristnosti ne omejuje dovoljenj lokalnih skrbnikov in uporabe 
WA prijave. 
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Za ustvarjanje in nastavitve SQL podatkovne baze smo uporabili MS SQL hitri strežnik, ki 
je bil bolj primeren v primerjavi z najbolj uporabljenim DBMS sistemom SQLite. Ustvarjen 
je bil strežnik in podatkovna baza, opisan princip delovanja in poleg praktičnega primera 
ustvarjena podatkovna baza za koncipirani sistem sodobne naprave. 
 
Prednosti uporabe MS SQL hitrega strežnika: 
- Uporaba je brezplačna. 
- Sistem je prilagodljiv, saj omejitve pomnilnika in uporabe strojne opreme niso stroga. 
Nismo omejeni na enega uporabnika. Omejitev velikosti podatkovne baze obstaja, vendar 
imamo lahko več baz podatkov. 
- Uporaba je varna, omogoča varnostne kopije, preverjanja pristnosti, omejitve dostopa in 
enkripcijo. 
- Strežnik ima impresivno paleto funkcij, vključno s komponento poročanja in oblikovalca 
poročil po meri. 
 
Omejitve pri uporabi: 
- Največja uporaba pomnilnika je 1 GB. 
- Največja velikost vsake relacijske baze podatkov je 10 GB. 
- Omejitev predpomnilnika za je 1 MB RAM-a. 
- Omejena je procesorska uporaba. 
- Potreben je Windows operacijski sistem. 
 
Povezava med Unity okoljem in SQL podatkovno bazo je bila vzpostavljena s pomočjo SQL 
preverjanja pristnosti, saj Unity ne podpira povezave z ODBC vmesnikom. Od različice 
2018.2 Unity nudi podporo za nujno potreben .Net 2.0 Standard pri prijavi v SQL 
podatkovno bazo preko SQL preverjanja pristnosti. Spodnja preglednica 2 predstavlja 
podporo .Net Standard 2.0 in .Net 4.x vtičnikov s strani Unity okolja od verzije 2018.2 naprej 
[11]. 
Preglednica 2: Unity podpora .Net vtičnikov. 
API za raven združljivosti: 
 .NET Standard 2.0 .NET 4.x 
Upravljani vtičnik:  
.NET Standard Podprt Podprt 
.NET Framework Omejena podpora Podprt 
.NET Core Podprt Ni podprt 
 
 
V sklopu naloge se ideja o vpeljavi navidezne resničnosti v industrijo sreča z izpeljavo 
ustvaritve navideznega okolja in komunikacijskih programov za povezovanje s 
koncipiranim sodobnim sistemom hidravlične naprave v pametni tovarni v realnem času. 
Ustvarjeno  navidezno okolje je čim bolj podobno resničnemu. Dotaknili smo se principa 
delovanja Oculus Rift očal za vizualizacijo 3D navidezne resničnosti in potrebno povezavo 
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Povezava Unity okolja in navidezne resničnosti z Oculus sistemom za vizualizacijo je 
prikazana na sliki 4.6. 
 
Za delovanje prikaza VR okolja je treba: 
- Namestiti Oculus Rift program in gonilnike stojne opreme Oculus Rift sistema. 
- Dodati Oculus Rift integracijo z Unity v »Assets« mapo projekta. 
- Omogočiti VR prikaz zaslona in kompatibilnost z Oculus Rift v nastavitvah projekta. 





Slika 4.6: Povezava Unity in Oculus Rift sistema. 
 
Pri uvozu 3D digitalnega modela v Unity je priporočena uporaba 3D modelov, zapisanih v 
collada (*.dae) ali Autodesk (*.fbx) formatu, saj je Unity okolje prilagojeno tej vrsti zapisa 
digitalnega modela. Konverzija 3D modelov omogoča izbiro poljubnega CAD modelirnika 
za izdelavo ali drug način digitalizacije modela.  
 
Na sliki 4.7 je prikazana naša rešitev pretvorbe in digitalizacije 3D modela resnične naprave 
za uporabo v navideznem okolju. Prednost uporabe priporočenega modelirnika in uvoza 3D 
modela priporočenega formata zapisa se pokaže pri znatno manjši porabi časa za uvoz in s 
tem, da preprečimo izgubo podatkov s pretvorbami formatov zapisa. Prikaz modela v 
Collada (*.dae) zapisu v Unity okolju je boljše kot pa v primeru z Wavefront (*.obj) zapisom. 
Prikaz površine in senčenje je v primeru Collada zapisa vizualno boljše. 
 
 




Slika 4.7: Realizacija digitalizacije sistema za uvoz v navidezno resničnost. 
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Povezava Unity in SQL podatkovne baze je bila uspešno postavljena. Za branje vrednosti 
spremenljivk iz podatkovne baze je bila razvita C# skripta, ki branje vrednosti izvaja s 
pomočjo SQL ukazov. Sama programska koda je fokusirana k zagotavljanju točnih trenutnih 
vrednosti spremenljivk. Z vzpostavitvijo komunikacije je dosežen ključni cilj med sodobno 
napravo in navidezno resničnostjo. Povezava izpolnjuje zahteve realno časovne 
komunikacije. Zajete vrednosti uporabljamo v izračunih fizike za animacijo pomika pehala 




Slika 4.8:Povezava Unity in SQL podatkovne baze. 
 
 
Za povezavo Unity z MS SQL strežnikom in podatkovno bazo so potrebni štirje koraki:  
- Vzpostavitev povezave z MS SQL strežnikom z uporabniškim imenom in geslom.  
- Uvoz knjižnice asp.Net v mapo s sredstvi (ang. Assets). 
- Ustvarjanje C# skripte, ki vsebuje podatke za povezavo.  
- Odstranitev napake v povezavi (ang. Socket Exception) ter definiranje TCP/IP 
komunikacije in vrat. 
 
V tretjem koraku je treba upoštevati: 
- IP naslov (lokalni IP naslov je "127.0.0.1"). 
- ID uporabnika je vaše uporabniško ime za prijavo. 
- Geslo za prijavo. 
- »Initial Catalog« predstavlja vaše ime baze podatkov. 
 
V četrtem koraku odpravimo napako pri povezavi (ang. Socket Exception). Nastaviti je treba 
svoj IP naslov v konfiguraciji strežnika. V dodatnih nastavitvah je treba omogočiti lokalni 
IP naslov in pa vpisati številko vrat »1433« (slika 3.48). 
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Za animacijo dejanskega gibanja je uporabljen pristop vektorske transformacije togega 
telesa v prostoru skozi čas. Izbran je bil najboljši način premikanja togega telesa v prostoru 
z možnostjo definiranja velikost pomika in hitrosti. Pehalu smo nastavili robne pogoje in 
določili algoritem animacije premika. 
 
Program za animacijo smo nadgradili, da animira pomik pehala, sinhronizirano z dejanskim 
pomikom pehala, ki ga beremo iz SQL podatkovne baze. Sama animacija deluje brezhibno, 
ni vidnih odstopanj med navideznim in resničnim pehalom. Pomik se premika zvezno in 
sorazmerno resničnemu pehalu. Za zvezno pomikanje pehala na odčitane vrednosti smo pri 
animaciji pomika uporabili linearno interpolacijo pomika ob konstantnem času izvajanja 
kode ter izračunane hitrosti. Priporočeno bi bilo primerjati izračunano hitrost v Unity in 
izmerjeno hitrost pehala, ki bi jo merili v LV programu. Na sliki 4.9 imamo prikazano 
dovoljene prostostne stopnje pomika pehala v koordinatnem sistemu in zgornjo ter spodnjo 
točko pozicije. Translacijo pehala izvajamo le v eni koordinatni točki (Y), ostali dve 




Slika 4.9: Prostostne stopnje pomika pehala v animaciji. 
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Podrobneje smo analizirali in se seznanili z vzpostavitvijo povezave za uporabo navidezne 
resničnosti na napravi v pametni tovarni. Prikazana rešitev omogoča sinhronizacijo 
resničnosti v realnem času. Slika 4.10 prikazuje shemo realiziranega prototipnega sistema in 




Slika 4.10: Vzpostavljeni koncipiran sistem povezave. 
 
Krmiljenje in zajem podatkov hidravlične naprave smo povezali s podatkovno bazo preko 
OPC UA standarda za industrijsko komunikacijo in uporabo lokalne SQL podatkovne baze. 
Sledeča prototipna rešitev ne omogoča zaustavite delovanja sistema na oddaljenem 
računalniku in ne prikazuje rešitve krmiljenja naprave iz navidezne resničnosti. Iz 
podrobnejše teoretične analize izziva sklepamo, da lahko navidezna resničnost, poleg tega 
da spremlja resničnost, upravlja delovanje naprave v resničnosti. Ob primerjavi vrednosti 
obratovanja treh ciklov hidravlične naprave, zajetih v lokalni datoteki in v podatkovni bazi, 
se ti ujemajo v celoti. 
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Na prikazani shemi na sliki 4.10 je, poleg komponent, protokolov in sheme povezave, na 
levi strani ponazorjeno realno okolje, ki ga predstavljajo naprave, merilnimi senzorji ipd, in 
na desni strani navidezno okolje, ki ga predstavljajo programi in programska okolja, 
vključno z navidezno resničnostjo. 
 
Osnovna oprema za ustvarjanje sodobnega sistema hidravlične stiskalni je: 
- osnovni sistem hidravlične naprave, 
- merilnik pomika, tlaka, sile in ostala zaznavala, 
- program za generiranje signala in zajem podatkov, 
- merilna kartica, 
- PID krmilnik, 
- servo ventil, 
- računalnik. 
 
Zgoraj naštete komponente so večinoma fizično povezane med seboj. Za prikaz in uporabo 
virtualne resničnosti je treba imeti sistem za upravljanje in vizualizacijo. Tu je potreben 
računalnik in v našem primeru sistem Oculus Rift s potrebnimi senzorji in programsko 
opremo.  
 
Oprema za vzpostavitev navidezne resničnosti in vzpostavitev komunikacije v realnem času 
zahteva poleg že obravnavane opreme: 
- oddaljeni računalnik, 
- OPC UA strežnik in odjemalca, 
- SQL podatkovno bazo in SQL strežnik, 
- program za ustvarjanje navidezne resničnosti, 
- ODBC vmesnik za omogočanje WA povezave s podatkovno bazo, 
- program za zapis podatkov v podatkovno bazo, prejetih preko OPC UA odjemalca, 
- program za povezavo preko SQL preverjanja pristnosti na podatkovno bazo, 
- program za animacijo dejanskega pomika pehala v resničnem času, 
- program za branje podatkov s podatkovne baze. 
 
Večina komponent je medsebojno povezana na način strežnik–odjemalec, ki večinoma 
deluje s pristopom TCP/IP. OPC UA povezava deluje na principu dveh protokolov. TCP 
binarni protokol prepoznamo po »opc.tcp://ime_strežnika« in ga uporabljamo tudi v tej 
nalogi. Izbrani protokol je pri OPC UA povezavah največkrat uporabljen, saj je namenjen 
hitremu in varnemu prenosu podatkov, brez nepotrebnih dodatnih nastavitev. Poznamo tudi 
»http://ime_strežnika«, ki je protokol spletne storitve (ang. Web Service) za omogočanje 
dodatnih nastavitev in kompatibilnost specifičnih sistemov. Protokol spletne storitve SOAP 
(ang. Simple Object Access Protocol) je najbolje podprt s strani razpoložljivih orodij, kot sta 
Java in .NET okolja in je obenem ustrezen za uporabo s požarnim zidom zaradi HTTP(S) 
vrat. Ostale povezave in protokoli so označeni na sliki sheme sistema 4.10. 
 
Vzpostavitev navidezne resničnosti je mogoča in primerna za sisteme sodobnih proizvodnih 
linij Industrije 4.0. Industrija 4.0 spodbuja digitalne rešitve, ki bi pripomogle k reševanju 
kompleksih izzivov. Navidezna resničnost lahko pripomore k celovitejši izkušnji izziva in 
testiranja naprave, in tudi predstavitvi in oddaljenem spremljanju ter upravljanju delovanja.  
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Navidezna resničnost ni namenjena samo zabavi in omogoča zelo fleksibilne in stroškovno 
ugodne raziskave za ustvarjanje resnične pametne tovarne. Omogočajo kreiranje tudi 
vizualnega digitalnega dvojčka navidezne pametne tovarne in koncipiranje prototipnih 
sistemov s polno funkcionalnostjo. Unity programsko okolje je zelo fleksibilno in inženirjem 
omogoča veliko nastavitev in kreativnosti. Omogoča izdelavo algoritmov za kompleksnejše 
fizikalne izračune, vendar to zahteva odlično poznavanje teoretičnega ozadja in odlično 
znanje programiranja. Glavne prednosti uporabe navidezne resničnosti v industriji so 
varnost, fleksibilnost, stroškovna učinkovitost in popoln nadzor. Popolni nadzor je tudi izziv, 
s katerim se največkrat srečujemo pri navidezni resničnosti. Kako omejiti prostor in 
definirati pogoje, da so ti kar se da resnični?  
 
Izdelava digitalnih navideznih dvojčkov naprav in pametnih tovarn je možna v tehnologiji 
navidezne resničnosti. Ta obenem omogoča veliko bolj intuitiven in celovit vpogled, ki daje 
raziskovalcu pristnejše seznanjenje z izzivi in cilji. Iz dane raziskave in doseženih rezultatov 
komunikacije lahko sklepamo, da je krmiljenje samih sodobnih naprav iz navidezne 
resničnost možno. Tovarne prihodnosti bodo morale zagotavljati rigorozne zahteve 
natančnosti in kakovosti ob eksponentno naraščajočih zahtevah kupcev. Posledična 
naraščajoča kompleksnost oblikovanja in funkcionalnost izdelka povečuje potrebo po 
učinkoviti proizvodnji brez izmeta. Pomoč pri obvladovanju izpostavljenih zahtev zagotovo 
lahko najdemo v hitro se razvijajočih tehnologijah navidezne resničnosti. Ta je dovolj 





V  magistrski nalogi je podrobneje raziskan proces digitalizacije realne sodobne naprave z 
vpeljavo navidezne resničnosti. Prikazana je potrebna strojna in programska oprema ter 
način vzpostavitve povezave med realno prototipno napravo in okoljem navidezne 
resničnosti, v katerem se izvaja vizualizacija in animacija. Zaključke lahko strnemo v 
naslednjih točkah:   
 
1) Za sistem sodobne hidravlične naprave smo izdelali ustrezen program za krmiljenje in 
zajem podatkov. Preizkusi so pokazali stabilno delovanje sistema, dobro sledenje 
dejanskega pomika pehala z referenčnim in maksimalno odstopanje do 0,1 mm. 
2) Za prenos podatkov iz realne naprave v oddaljen računalnik je izdelana OPC UA 
povezava, ki smo jo eksperimentalno validirali. Rezultati kažejo na ustrezno 
komunikacijo, ki zagotavlja branje in zapis v realnem času na 100 ms.  
3) Izdelali smo nov program za zapis in dostop v SQL podatkovno bazo in ga validirali. 
Za ustrezen zapis in dostopanje v realnem času sta uporabljena WA in ODBC vmesnika.  
4) V Unity okolju smo uspešno uvozili 3D model hidravlične naprave in s tem izdelali 
objekt navidezne resničnosti v virtualnem okolju.   
5) Izdelali smo C# skripto za branje s podatkovne baze in posodabljanje podatkov v 
navidezni resničnosti v realnem času. Animacija dejanskega pomika togega telesa v 
navidezni resničnosti je ustvarjena s pomočjo linearne interpolacije in izračunavanja 
trenutne hitrosti pomika, glede na trenutno vrednost pomika.  
6) Povezava med C# skripto za branje in SQL podatkovno bazo je bila ustvarjena z bolj 
fleksibilnim SQL preverjanjem pristnosti, saj prijava z WA in ODBC ni podprta.  
7) Sistem povezav zagotavlja navidezni resničnosti sinhronizacijo z realno napravo v 




Predlogi za nadaljnje delo 
 
Med predlogi za nadaljnje delo priporočamo dodatna testiranja pogreška zajema in prenosa 
podatkov pri komunikaciji v daljšem časovnem obdobju. Obenem predlagamo primerjavo 
izračuna hitrosti Unity okolja z dejansko hitrostjo pehala, kar bi omogočalo točnejšo 
primerjavo sinhronizacije in delovanja sistema. Ustvariti bi bilo treba nadgradnjo 
komunikacije za omogočanje krmiljenja resničnosti iz navidezne resničnosti. Najverjetneje 
bi vpeljali logično spremenljivko (ang. Boolean), ki bi ustavila ali nadaljevala z 
generiranjem signala in izvajanjem cikla hidravlične naprave. Glede na dosežene rezultate 
lahko sklepamo, da je možno nadzorovati naprave iz navidezne resničnosti. Predlagamo 
poskus razvoja digitalnega dvojčka v navidezni resničnosti, ki bi dal nov pomen besedni 
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public class SQL_Reading : MonoBehaviour 
{ 
 // Ustvarjanje potrebnih spremenljivk 
 
    public Text TlakA; 
    public Text TlakB; 
    public Text Stroke; 
    public Text Force; 
    public Text Hitrost; 
    public float PahSpeed; // mm/s 
    public float S; 
    private string connectionstring; 
    private float pA; 
    private float pB; 
    private float F; 
    private long lastId = 0; 
    private float timeout = 0; 
    private float timeSinceLastUpdate = 0; 
    private SqlConnection dbConnection; 
 
 // Inicializacija povezave z lokalnim SQL serverjem 
    void Start() 
    { 
 //Nastavitev za povezovanje na SQL Express podatkovno bazo. Potrebna je nastavitev 
porta na "1433" (Unity zahteva). 
 
        Debug.Log("Connecting to database..."); 
 
        connectionstring = @"Data Source = 127.0.0.1; 
                            user id = sa; 
                            password = cistolahko; 
                            Initial Catalog = SQL_DB;";  
//Povežemo se z akreditacijo in »Initial Catalog« je ime naše podatkovne baze 
 
        this.dbConnection = new SqlConnection(connectionstring);  
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//Ustvarimo novo SQL povezavo. 
 
        try 
        { 
            this.dbConnection.Open(); //Odpremo povezavo 
            Debug.Log("Connected to database."); 
        } 
        catch (SqlException _exception) //Lovimo napake 
        { 
            Debug.LogWarning(_exception.ToString()); //Zapis napak 
        } 
    } 
 
  //Ciklična ponovitev programa (z znanim konstantnim časom!) 
    void FixedUpdate() 
    { 
 //Časovna omejitev osveževanja serverja. Čas je podan v osnovni enoti Unity [s]. 
        this.timeout += Time.fixedDeltaTime; 
        this.timeSinceLastUpdate += Time.fixedDeltaTime; 
        if (this.timeout < 0.01f) return; 
        this.timeout = 0; 
 
//Ukaz kaj naj prebere: Beri vse stolpce iz tabele "Press", kjer je id spremenljivka 
"lastId" (ne izvaja dokler se id ne spremeni), uporabi dbConnection in določen tekst 
za povezavo 
        SqlCommand command = new SqlCommand("SELECT * FROM Press WHERE id > " + 
this.lastId + " order by id asc", this.dbConnection); 
 
        try 
        { 
//Kadar uporabljaš funkcijo »using« ni potrebe po odpiranju in zapiranju povezave na 
SQL podatkovno bazo, saj smo to že naredili v inicializaciji (void Start) 
            using (SqlDataReader reader = command.ExecuteReader()) 
            { 
                float? a = null; 
                float? b = null; 
                float? s = null; 
                float? f = null; 
 
                while (reader.Read()) 
                { 
                    if (!reader.IsDBNull(0))  
//Preveri, če je v tabeli na mestu NULL vrednost, branja ne zapiše. 
                    { 
                        a = (float)reader.GetDouble(0);                                         
                    } 
                    if (!reader.IsDBNull(1)) 
                    { 
                        b = (float)reader.GetDouble(1); 
                    } 
                    if (!reader.IsDBNull(2)) 
                    { 
                        s = (float)reader.GetDouble(2); 
                    } 
                    if (!reader.IsDBNull(3)) 
                    { 
                        f = (float)reader.GetDouble(3); 
                    } 
                    this.lastId = (long)reader.GetInt32(4);  
//Id število zapisov v tabeli 





                if (a != null) 
                { 
                    this.pA = (float)a;  
//SQL Express podatkovna baza ima drugačno poimenovanje za vrednosti kot .Net 
standard. V našem primeru »float« iz SQL Express je enak »double« v .Net standardu. 
                    TlakA.text = pA.ToString();  
//"TlakA" je javna tekst spremenljivka in v njo zapisujemo vrednost tlaka A v tekst 
obliki. 
                } 
                if (b != null) 
                { 
                    this.pB = (float)b; 
                    TlakB.text = pB.ToString(); 
                } 
                if (s != null) 
                { 
                 float newS = (float)s; 
                 this.PahSpeed = Math.Abs(this.S - newS) / this.timeSinceLastUpdate; 
  
// Pah se je premaknil iz S(old) na S(new) - opravil je pot dolžine S(new) - S(old), 
to je naredil v this.timeSinceLastUpdate sekundah. 
 
                  double RoundSpeed = Math.Round(PahSpeed, 2); 
                  Hitrost.text = RoundSpeed.ToString(); 
                  Stroke.text = this.S.ToString();  
 
//Zapišemo novo vrednost pomika + tekst zapis za izpis teksta 
 
                  this.timeSinceLastUpdate = 0; 
                  this.S = newS; 
                } 
                if (f != null) 
                { 
                    this.F = (float)f; 
                    Force.text = F.ToString(); 
                } 
            } 
        } 
        catch (Exception _exception) //Lovimo napake 
        { 
            Debug.LogWarning(_exception.ToString()); //Zapis napak kode 
        } 













public class Pah_Movement : MonoBehaviour 
{ 
    private SQL_Reading sQL_Reading; 
    private Vector3 targetPosition; 
    private Rigidbody pah; 
    private float journeyLength; 
    public Transform zgornjaTocka; 
    public Transform spodnjaTocka; 
    public float MaxHod; 
 
    //Inicializacija 
    void Start() 
    { 
       this.pah = GetComponent<Rigidbody>(); //Izbira togega telesa za translacijo 
this.journeyLength = Vector3.Distance(this.zgornjaTocka.position,                
this.spodnjaTocka.position);  
// Izračun dolžine poti med zgornjo in spodnjo končno točko 
        GameObject gameObject = GameObject.Find("GameObject");  
//Pridobi skripto SQL_Reading 
        this.sQL_Reading = gameObject.GetComponent<SQL_Reading>(); 
    } 
 
    void FixedUpdate() 
    { 
       float speed = (this.sQL_Reading.PahSpeed* journeyLength) / this.MaxHod;  
// Pretvorba iz mm/s v Unity enote/s 
this.targetPosition = Vector3.Lerp(zgornjaTocka.position,    
spodnjaTocka.position, this.sQL_Reading.S / this.MaxHod); 
       Vector3 currentPosition = this.pah.position; 
 Vector3 pos = Vector3.MoveTowards(currentPosition, this.targetPosition, 
speed * Time.fixedDeltaTime); 
 this.pah.MovePosition(pos); // Premik paha v izračunano pozicijo 
 
    } 
} 
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