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 Resumo 
Este trabalho, integrado no projeto QUEST, tem como objetivo geral a localização 
automática de erros em implementações Java de especificações algébricas, através da 
análise de testes JUnit criados pela ferramenta GenT e consequente produção de novos 
testes a partir da informação fornecida pelas faltas observadas. 
Numa primeira fase foi criado um conjunto de casos de estudo e uma experiência 
que permitiu avaliar a abordagem de localização de faltas em questão e a sua comparação 
com outras abordagens existentes. 
Por último foi construída uma aplicação que implementou esta abordagem para ser 
integrada com as ferramentas ConGu e GenT. 
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 Abstract 
This work is within the scope of the QUEST project and its main objective is the 
automatic location of errors in Java implementations of algebraic specifications, through 
the analysis of JUnit generated tests using GenT tool and the production of new tests from 
the information obtained by the observed faults. 
In a first phase a set of case studies was created, as well as an experiment that 
allowed the evaluation of the fault tracking approach in question and its comparison with 
other existing approaches. 
Lastly, an application that implements this approach was built to be integrated with 
the ConGu and GenT tools. 
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1.1 - Motivação 
Ao analisar o resultado de testes falhados pode ser difícil perceber qual a origem do 
problema, dado que para o mesmo teste pode estar envolvido um elevado número de 
operações, o que torna a inspeção manual do código muito difícil. Devido a este problema, 
têm sido criadas algumas abordagens por forma a indicar ao utilizador quais as 
operações/componentes mais prováveis de serem a causa das faltas nos testes, de uma 
forma automática. No trabalho descrito neste relatório propõe-se implementar um método 
de localização de faltas em implementações Java de especificações algébricas. 
1.2 - Resumo do trabalho desenvolvido 
Numa primeira fase o aluno estudou as várias metodologias e ferramentas 
envolvidas neste projeto (ConGu e GenT), assim como alternativas de metodologias de 
localização de faltas (EzUnit4 e GZoltar) em programas Java. 
De seguida fez um estudo comparativo entre a metodologia implementada neste 
trabalho (Flasji) e as outras de localização de faltas. Para a realização deste estudo foram 
colocados erros em implementações Java para servirem de input às 3 metodologias no 
intuito de encontrar a operação que contém faltas. Foi construída uma tabela com os 
resultados para demonstrar uma comparação entre a eficácia das três metodologias. 
Após a conclusão da fase de estudo da metodologia seguiu-se a fase de 
implementação. O aluno analisou a ferramenta GenT, que já cobria alguns dos passos 
necessários para esta fase, de forma a perceber que parte do código podia ser reutilizado. 
Esta fase foi dividida por etapas, onde em cada uma o aluno fez uma análise de quais as 
classes que seriam necessárias construir seguindo-se a sua implementação. 
1.3 - Contribuições 
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Este projeto tem como finalidade o desenvolvimento de uma abordagem de 
localização de faltas em implementações Java de especificações algébricas. 
A ferramenta construída - Flasji - permite não só determinar que axiomas da 
especificação estão a ser violados pela implementação, mas também em que parte dos 
mesmos se encontram as anomalias.  
Destina-se a entidades/pessoas que desenvolvam software que queiram uma ajuda 
automática e, à distância de um “click”, descobrirem e localizarem eventuais problemas 
nos seus produtos, permitindo uma maior confiança nos mesmos. 
1.4 - Enquadramento institucional 
Este trabalho realizou-se no âmbito de um projeto do LaSIGE - Large-Scale 
Informatics Systems Laboratory, uma unidade de investigação pertencente ao 
Departamento de Informática da Faculdade de Ciências da Universidade de Lisboa. 
Das suas áreas de trabalho fazem parte algumas das subáreas da Informática como: 
● Sistemas Distribuídos 
● Interfaces Pessoa-Máquina e Multimédia 
● Gestão de Informação 
● Segurança 
● Fiabilidade 
Está dividida em quatro equipas de investigação:  
● GLOSS - Lasige Group of Software Systems 
● HCIM - Human Computer Interaction and Multimedia 
● NAVIGATORS - Navigators on Distributed Systems 
● XLDB - XLDB 
A responsável por este projeto foi a equipa GLOSS. 
 
1.5 - Organização do documento 
O documento está organizado da seguinte forma: no capítulo 2 são descritos os 
objetivos do trabalho, assim como o contexto e a metodologia utilizada no seu 
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desenvolvimento; no capítulo 3 é feita uma introdução sobre as ferramentas e abordagens 
utilizadas no decorrer deste trabalho; no capítulo 4 é apresentada a abordagem de 
localização de faltas Flasji; no capítulo 5 é descrito o estudo individual e comparativo feito 





Descrição do trabalho 
2.1 - Objetivos 
Este trabalho teve como objetivo o desenvolvimento de um método de localização 
de faltas em implementações Java de especificações algébricas. Este método consiste 
numa série de passos: gerar testes de software a partir de especificações ConGu utilizando 
a ferramenta GenT. Estes testes e os que falharam são usados para formar novos testes com 
os quais se torna possível apontar com um certo grau de probabilidade qual o componente 
de software responsável pela falta. A abordagem tenta encontrar o componente “culpado” 
e, caso não seja possível, gera uma lista de “suspeitos”. 
Para alcançar este objetivo o trabalho dividiu-se em duas fases principais. 
Durante a primeira fase averiguou-se a bondade desta metodologia, ou seja, se os 
seus resultados são positivos comparativamente a algumas das abordagens de localização 
de faltas existentes.  
A segunda fase consistiu em criar uma ferramenta que aplicasse esta metodologia, e 
que fosse integrada com ferramentas já existentes (ConGu e GenT) de modo a obter uma 
aplicação completamente automática de localização de faltas em implementações Java de 
especificações algébricas ConGu. 
 
 
2.2 - Contexto 
 Este trabalho insere-se no contexto do projeto QUEST – PTDC/EIA-
EIA/103103/2008 – “Empresa pela Fiabilidade em Componentes de Software Genéricas”, 
mais concretamente na sua tarefa 3 – “Suporte à interpretação de faltas e localização de 
erros”. Foi integrado com ferramentas já existentes, nomeadamente o GenT, produto do 
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mesmo projeto, e o ConGu, proveniente de outro projeto mas necessário para o 
cumprimento desta tarefa. 
2.3 - Metodologia 
A metodologia seguida neste trabalho consistiu em, inicialmente, estudar as 
abordagens e ferramentas necessárias para o decorrer do mesmo. Seguidamente, procedeu-
se à construção e execução de um estudo com o propósito de verificar a qualidade da 
abordagem de localização de faltas Flasji. Após terem sido obtidos os resultados do estudo, 
e tendo em conta o facto de estes serem positivos, foi construída a ferramenta que 






O trabalho a realizar apoiou-se em conceitos, linguagens, abordagens e ferramentas 
já existentes, algumas das quais resultado de trabalhos elaborados pela equipa do projeto 
Quest. 
3.1 - Monitorização de implementações Java de especificações 
algébricas 
A abordagem de monitorização de implementações Java de especificações 
algébricas utilizada neste trabalho é o ConGu. Esta consiste em, à medida que o sistema é 
executado, verificar se o comportamento dos componentes está de acordo com uma 
especificação[3]. Dispõe também de uma ferramenta com o mesmo nome para fazer esta 
verificação. 
Os constituintes de um projeto ConGu são: um módulo contendo a estrutura do 
conjunto de especificações que compõem o tipo de dados especificado, as especificações 
algébricas citadas no módulo, as classes Java que implementam essas especificações e um 
mapeamento de refinamento. O módulo, as especificações e o refinamento têm uma 
linguagem própria, criada pelos autores do ConGu. 
O módulo define também quais das especificações definem core sorts e quais 
definem sorts parameter, ou seja, as primeiras representam os tipos de dados a serem 
implementados e as segundas simplesmente restringem as operações que são admissíveis 
para as suas implementações. Um módulo contém duas secções: uma que contém as 






figura 3.1 - modulo ConGu do SortedSet 
As especificações algébricas descrevem as várias propriedades que qualquer 
implementação deve respeitar. Estas propriedades incluem os tipos de retorno e os 
argumentos das operações, os domínios das operações e um conjunto de axiomas que 
representam as restrições das operações.  
 
figura 3.2 - Especificação ConGu do SortedSet 
Na figura 3.2 está representado um exemplo da especificação do SortetSet. Na 
secção constructors estão representadas as operações necessárias para construir todo o 
conjunto de instâncias possíveis de construir para este sort. A secção observers contém as 
restantes operações. Na secção domains está descrito em que domínio se podem aplicar as 
operações da especificação. Caso não haja regras para uma operação, significa que esta não 
tem restrições de domínio. Na secção axioms estão representadas as propriedades que todos 
os objetos do tipo representado por este sort devem cumprir. Existe ainda uma secção não 
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incluída neste exemplo classificada de others; é idêntica à secção observers no sentido em 
que contém operações não construtoras, mas representa operações que de alguma forma 
podem ser derivadas das outras. 
O mapa de refinamento faz a correspondência entre os sorts do módulo de 
especificações e as respetivas implementações Java e entre as operações das especificações 
e os métodos nas respetivas implementações (figura 3.3). 
 
figura 3.3 - Mapa de refinamento do SortedSet 
Na figura 3.4 é apresentada uma classe que representa uma implementação Java 
com as assinaturas dos métodos de acordo com a especificação do SortedSet presente na 
figura 3.2. 
 
figura 3.4 - Implementação Java do SortedSet 
A execução da ferramenta ConGu é o primeiro passo para o estudo da localização 
de erros deste trabalho, permitindo criar classes monitorizáveis através das quais se pode 
verificar a existência ou a ausência de faltas na implementação das especificações. 




A linguagem Alloy e ferramenta associada são usadas pela ferramenta GenT, por 
isso é feita agora uma breve descrição dos mesmos. 
Alloy é uma linguagem capaz de exprimir abstrações de software sucintamente e 
com precisão [4,6]. Especificações são criadas com esta linguagem, onde o tipo 
especificado é modelado usando assinaturas (signatures). Cada assinatura dispõe de 
atributos (fields) que  representam os seus constituintes e as relações com outros tipos. 
Podem ser adicionadas restrições ao sistema usando factos (facts), representando 
propriedades adicionais. Um exemplo de uma secção da especificação Alloy está 
representado na figura 3.4. Esta é o equivalente Alloy à especificação ConGu do SortedSet 
mostrada na figura 3.1. 
Uma especificação Alloy pode ser automaticamente verificada com o Alloy 
Analyzer. Este programa atua como um verificador de modelos que, dada uma fórmula 
expressa em lógica relacional (linguagem Alloy), tenta encontrar um modelo que a satisfaça 
[4]. As suas funções principais são:  
● Encontrar inconsistências nas especificações em questão; 
● Criar instâncias exemplo do modelo; 
● Averiguar se as propriedades propostas pelo utilizador são cumpridas. 
Os testes criados sobre as especificações ConGu e respetivas implementações Java 
(através da ferramenta GenT, mais à frente neste documento) e os que irão ser criados de 
novo pela ferramenta Flasji para a localização de faltas são gerados a partir de 




figura 3.4 - Parte da especificação Alloy que representa o SortedSet e alguns dos seus axiomas. 
 
3.3 - GenT - Geração de testes para implementações de 
especificações Congu 
A abordagem apresentada em [7], [8] e [9] tem como objetivo a criação automática 
de testes Java (JUnit) a partir de especificações ConGu, usando o Alloy Analyzer. Dessa 
abordagem surgiu uma ferramenta denominada GenT que tem duas funcionalidades 
principais: 
● Congu2Alloy: A criação de uma especificação Alloy, a partir de um módulo 
Congu, com comandos que permitam ao AlloyAnalyzer encontrar e mostrar 
instâncias do modelo. 
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● Alloy2JUnit: A criação de testes Java (Junit) a partir da especificação Alloy e 
das instâncias encontradas. 
A especificação Alloy gerada é semanticamente equivalente à especificação ConGu, 
ou seja, as propriedades descritas por axiomas na especificação ConGu (figura 3.1) estão 
igualmente descritas por axiomas na especificação Alloy (figura 3.4). Depois, para cada 
axioma na especificação Alloy é gerado um conjunto de comandos (runs) que permitem 
encontrar instâncias que estão de acordo com o axioma. Estas instâncias formam um 
exemplo que contém os objetos da especificação e as respetivas operações. Este representa 
o comportamento esperado dos objetos da especificação. O número de comandos run por 
axioma depende do número de cláusulas constituintes no mesmo na Full Disjunctive 
Normal Form (FDNF). Por exemplo, o axioma 4 na figura 3.4 dá origem aos comandos 
run na figura 3.5, porque está na forma A → B que na FDNF se transforma em (A ⋀ B) ⋁ 
(￢A ⋀ B) ⋁ (￢A ⋀￢ B) 
 
figura 3.5 - runs Alloy correspondentes ao axioma 4 do SortedSet 
  
Na segunda funcionalidade, de criação de testes, cada um destes runs dá origem a 
um teste JUnit. Nestes testes, para as assinaturas do tipo core são instanciados objetos 
diretamente das implementações Java recebidas como input. 
Para os parameter sorts são criadas classes mock que representam estes tipos. Estas 
classes mock contêm métodos iguais às operações descritas nas especificações, mas com os 
tipos e nomes das operações correspondentes em Java (de acordo com o mapa de 
refinamento que mapeia os sorts em tipos Java e as operações em métodos). Para cada 
método é acrescentado também outro método adicional que contém os argumentos do 
método original mais um que corresponde ao seu tipo de retorno. O seu identificador é da 
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forma “add_X” em que X é o nome do método original. Estes métodos servem para definir 
quais os objetos que cada método original na classe mock deve retornar. Um exemplo de 
uma classe mock para o parameter sort mostrado neste exemplo (Orderable) está na figura 
3.6. 
 
figura 3.6 - Exemplo de uma classe mock gerada pelo GenT. 
Os testes JUnit são depois gerados numa classe Java. Cada comando run Alloy dá 
origem (ou não, caso não satisfaça a especificação) a um modelo de instâncias Alloy, que 
serve de base para a criação do teste JUnit. Um exemplo do modelo gerado no run 4_0 está 
representado na figura 3.7. 
O teste baseado neste run está descrito na figura 3.8 com o nome 
test0_axiomSortedSet4_0(). O método axiomSortedSet4Tester representa a 
verificação do axioma 4. Repare-se que no modelo e no teste referidos, os objetos 




figura 3.8 - teste JUnit gerado pelo GenT correspondente ao run 4_0 
3.4 - Ferramentas de localização de erros 
Para fazer um estudo comparativo à abordagem de localização de faltas 
implementada neste trabalho irão ser estudadas duas outras ferramentas com o mesmo 
objetivo: o EzUnit4 [10,11,12,13] e o GZoltar [14, 15, 16]. 
O EzUnit4, ao executar sobre um conjunto de testes JUnit, gera uma tabela 
contendo em cada posição o nome de um método das classes em teste que, segundo este 
programa, pode ter erros. Para cada um é atribuída uma cor consoante a probabilidade 
desse método estar errado. Uma cor perto do vermelho tem probabilidade alta, perto do 





figura 3.9 - Tabela de resultados gerada pelo EzUnit4 
  
Esta probabilidade é avaliada de acordo com heurísticas, denominadas Fault 
Locators, que podem ser divididas em dois subgrupos: Based on Prior Knowledge e Based 
on Posterior Knowledge. No primeiro subgrupo encontram-se heurísticas como número de 
linhas e número de caminhos linearmente independentes. No segundo subgrupo a avaliação 
é feita através da informação tirada do resultado dos testes, como o número de testes 
falhados para um componente [11]. Cada Fault Locator pode ser ativado e desativado 
manualmente como se se tratasse de um filtro. 
O GZoltar funciona de uma maneira semelhante ao EzUnit4, com um esquema de 
cores que indica a probabilidade de erros. Em vez de uma tabela com componentes e cores, 
apresenta uma representação gráfica dos componentes que pode ter uma estrutura em anel 
ou em camadas. A avaliação dos componentes por esta ferramenta é feita usando um 
algoritmo denominado Barinel, criado para o efeito. Este algoritmo gera primeiro uma 
matriz onde está organizada a informação sobre quais os componentes usados nas 
execução dos vários testes. Com esta informação prepara uma lista de candidatos e, para 
cada um, calcula a probabilidade deste ser erróneo. Numa fase final atualiza a 










Abordagem Flasji para localização de 
faltas 
A abordagem Flasji é suportada pelos testes JUnit e especificações Alloy obtidos 
através do GenT. Os resultados da execução dos testes sobre as classes Java que 
implementam o módulo ConGu são interpretados e uma das técnicas – “Operações 
Construtoras”, “Operações não-Construtoras”, “Operações envolvendo pré-Condições” e 
“Abstract vs Concrete” – é aplicada.  
4.1 - Operações Construtoras 
O objetivo desta técnica é utilizar informação referente ao resultado dos testes 
JUnit criados pelo GenT para averiguar o comportamento das operações construtoras.  
Esta técnica é aplicável se existirem dois testes que falham e: 
1. São referentes a axiomas diferentes e 
2. Utilizam ambos a mesma operação CnC (Criadora não-Construtora). 
Caso estas condições sejam cumpridas é criado um novo comando Alloy. Este 
corresponde à conjunção dos dois runs que deram origem aos testes que falharam. A figura 
4.1 mostra um exemplo da formação de um run composto (1_0_4_2), a partir de dois runs 




figura 4.1 - run Alloy criado para averiguar o comportamento da operação construtora insert 
A partir deste novo run, usa-se o GenT para criar um novo teste Java (usando a 
funcionalidade Alloy2JUnit) e este é executado. Como resulta da conjunção de dois testes 
falhados é esperado que este falhe também. Após ter a confirmação que este teste falhou, 
cria-se um novo teste, em que se negam as duas cláusulas do teste composto 
(correspondentes aos runs que falharam). Na figura 4.2 está o teste resultante da aplicação 
do GenT e da negação dos axiomas sobre os runs na figura 4.1. O resultado deste teste 
define se a operação CnC em questão é suspeita ou não: se o teste passa aumenta-se o grau 





figura 4.2 -Teste gerado pelo GenT com as clausulas negadas, sobre o run Alloy composto 1_0_4_2 
4.2 - Operações não-Construtoras 
Dada uma operação não-construtora op, após a execução dos testes originais, 
selecionam-se os testes que falharam e que incluem op. De seguida, dado um teste falhado, 
criam-se duas novas cópias deste onde algumas das cláusulas são negadas: numa das 
cópias negam-se as cláusulas que contêm a operação não-construtora em questão e na outra 
negam-se as cláusulas que não contêm essa operação não-construtora. Note-se que apenas 
são negadas as cláusulas da disjunção correspondente ao run deste teste. 
 Estes novos testes são executados e, caso o primeiro passe, a suspeita da operação 
op é aumentada; caso passe o segundo teste, a suspeita é diminuída. A figura 4.3 mostra 
um exemplo dos testes criados sobre o run 4_2 cujo teste JUnit falhou e onde a operação 
não construtora op é o largest do SortedSet.  O método axiomSortedSet4largestTester 
representa o teste em que as cláusulas que não contêm o largest são negadas. O método 
axiomSortedSet4NlargestTester representa o teste em que as cláusulas que contêm o 
largest são negadas. Em ambos os casos é apenas na disjunção correspondente ao run 4_2 




figura 4.3 - Teste criados na técnica “Operações não-Construtoras” para o largest 
Esta técnica tem uma melhor eficácia se funcionar como conclusão de outra técnica, 
ou seja, se for utilizada para aumentar ou diminuir o grau de suspeita de uma operação não-
construtora que tenha sido declarada suspeita por outra técnica, como por exemplo as  
descritas na secção 4.3 e 4.4 deste relatório. 
4.3 - Operações envolvendo pré-Condições 
Os testes JUnit que falham com exceções que não sejam AssertionError (exceção 
JUnit que é lançada quando um teste falha) são estudados à procura de suspeitos utilizando 
esta técnica. Se uma exceção foi levantada ao correr um dos testes, é muito provável que a 
causa seja que o domínio (pré-condição) descrito pela especificação não foi cumprido, 
causando a utilização de uma operação fora do seu domínio.  
Ao encontrar um teste nestas condições, é inspecionada a pilha de exceções para 
descobrir qual o método responsável pela exceção. Caso este método pertença à 
implementação Java em estudo, o método é adicionado a uma lista de suspeitos. Se existe 
uma pré-condição associada a esta método, as operações constituintes na mesma também 
são adicionadas à lista de suspeitos. Caso o método responsável pela pré-condição não 
pertença à implementação Java em estudo, então têm que ser analisados os parâmetros 
deste método. 
Se existir mais que um teste a gerar exceções não esperadas, é feita a interceção das 
várias listas de suspeitos, de modo a encontrar o suspeito mais provável. 
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4.4 - Abstract vs Concrete 
O objetivo desta técnica é comparar objetos abstratos cujo comportamento é 
confiável com objetos concretos, que irão ser observados com o intuito de localizar faltas. 
Para representar os objetos abstratos são criadas classes mock que derivam da 
especificação. Para representar os objetos concretos são utilizadas as implementações Java 
recebidas como input. 
4.4.1 - Criação das classes mock 
O primeiro passo desta técnica é a criação das classes mock que irão representar os 
tipos definidos pelas especificações. Existem duas categorias principais destas classes: a 
core mock, que representa as assinaturas da especificação cuja implementação vai ser 
testada e a non-core mock, que engloba as outras assinaturas presentes na especificação (as 
usadas como parâmetros e de apoio às core).  
As classes mock da segunda categoria, são criadas automaticamente pelo GenT e o 
seu funcionamento já foi explicado no capítulo anterior: contêm os métodos 
correspondentes às operações na especificação e uns métodos adicionais que permitem ao 
cliente desta classe indicar quais os objetos retornados por estes métodos (tem o formato 
“add_X”, sendo X o nome do método original). Um exemplo de uma classe deste tipo está 
na figura 3.8 do capítulo 3. 
Na criação das classes mock da categoria core o funcionamento é idêntico, no 
sentido em que contêm os mesmos métodos da especificação e também os métodos 
adicionais de controlo do estado do objeto. A diferença fundamental está na informação 
que os objetos abstratos do tipo correspondente ao core sort guardam relativamente às 
operações cujo resultado é desse mesmo tipo (operação insert no exemplo). Uma vez que 
queremos saber se o objeto TreeSet concreto que resulta de aplicar o método insert da 
classe TreeSet sobre um objeto concreto concObj é o correto, vamos dar ao objeto 
abstrato correspondente absObj a informação que permite verificar isso – “alimentamos” 
absObj com os objetos concretos que devem ser esperados quando se aplica essa 
operação. Mais adiante neste relatório mostra-se como isso é realizado; para já, mostra-se a 




figura 4.4 - Class mock do SortedSet para usar no teste Abstract vs Concrete 
4.4.2 - Criação do teste 
É utilizado o Alloy Analyzer para gerar um modelo da especificação Alloy que 





figura 4.5 - Exemplo de um modelo para a especificação do SortedSet 
Na criação dos objetos concretos de tipo core o modelo é seguido como um mapa, 
onde se guardam os caminhos que partem da posição start e que terminam com um objeto 
do tipo core. É instanciado um objeto concreto para cada caminho diferente existente 
chamando os métodos Java correspondentes às operações neste caminho. São também 
feitas tantas cópias de cada objeto concreto quantas as operações que vão ser utilizadas 
para as comparações, para suportar operações com efeitos colaterais e para evitar possíveis 
efeitos secundários de implementações incorretas. 
 Na figura 4.6 está um exemplo da criação de um objeto TreeSet concreto de tipo 
core seguindo o modelo na figura 4.5. Seguindo o caminho do start até ao SortedSet0 (que 
corresponde ao concTreeSet0) as operações pertencentes são: emptyOp() - correspondente 
ao construtor Java sem parâmetros do TreeSet –  e insertOp(Orderable1) – 
correspondente à operação insert do TreeSet. 
 
figura 4.6 - Exemplo da instanciação de um objeto do tipo TreeSet de acordo com o modelo 
Os objetos abstratos de ambos os tipos (correspondentes ao core sort e non-core 
sort) são instanciados como classes mock. O seu estado é tornado igual ao seu 
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correspondente no modelo através dos métodos adicionais de controlo do estado do objeto 
(os métodos “add_X”). Um exemplo da criação de um objeto abstrato a ser usado no teste 
está na figura 4.7 onde o SortedSet0 é instanciado como um objeto da classe TreeSetMock 
e onde o seu estado é preenchido usando as operações que aparecem no modelo 
representado pela figura 4.5. 
 
figura 4.7 - Exemplo da criação e preenchimento de um objeto abstrato 
Na comparação dos objetos abstratos com os concretos é novamente seguido o 
modelo, mas desta vez é dada atenção às instâncias das assinaturas do tipo correspondente 
ao core sort. Por cada operação presente nestas instâncias no modelo é chamado o método 
correspondente sobre os objetos abstratos e concretos do tipo core que representam aquela 
instância. Os resultados destes métodos são comparados utilizando o “==” do Java para os 
tipos non-core e o equals para os tipos core. A figura 4.8 mostra o exemplo das 
comparações geradas sobre os objetos abstratos e concretos correspondentes ao SorteSet0 
no modelo da figura 4.5 
 




4.4.3 - Execução do teste 
 O teste gerado na fase anterior é executado e os seus resultados são interpretados 
por um algoritmo de interpretação de resultados. Os comandos assertTrue descritos na 
figura 4.8 estão simplificados; na realidade cada teste que falha passa a informação sobre 
qual o identificador e qual a operação utilizados no decorrer daquele teste. Esta informação 
é utilizada para preencher as seguintes estruturas de dados: 
● L1 - contém os pares dos testes falhados <identficador,operação> cujas operações 
falhadas são observadores; 
● L2 - contém os pares dos testes falhados <identificador,operação> cujas operações 
falhadas são criadores não construtores; 
● L3 - contém pares na forma <cc,n> que regista para cada criador construtor o 
número de testes falhados sobre objetos construídos utilizado unicamente o criador 
construtor cc. 
O algoritmo de interpretação de dados que atua sobre estas listas está descrito na figura 4.9 
 





Capitulo 5  
Estudo prévio e estudo comparativo 
Como descrito nos objetivos, a primeira parte do trabalho consistiu em pôr em 
prática a abordagem de localização de faltas proposta para esta tese, com casos de estudo 
abrangentes, de modo a obter alguns resultados sobre o seu comportamento individual e 
em comparação com outras abordagens que permitissem não só verificar o valor desta 
abordagem mas também acertar alguns detalhes. Neste estudo foram inicialmente postas 
em prática as várias técnicas do Flasji individualmente e, posteriormente, num estudo 
comparativo entre esta e duas abordagens semelhantes, EzUnit4 e Gzoltar, verificou-se se 
o seu comportamento era equiparável ao dos outros. Esta primeira parte irá ser descrita 
neste capítulo, cujos tópicos são: 
● Preparação do plano. 
● Execução do estudo da abordagem Flasji. 
● Estudo comparativo 
● Resultados e conclusões. 
A construção da ferramenta Flasji, que corresponde à segunda parte do trabalho, é 
descrita no próximo capítulo. 
5.1 - Preparação do Plano 
Para a realização deste estudo foi pensado e depois aplicado um plano de modo a 
listar e preparar os elementos necessários para a realização do mesmo. Entre estes 
elementos estão: as ferramentas a utilizar no estudo, os inputs dessas ferramentas e a 
criação dos testes a executar durante este estudo. 
5.1.1 - Instalação das Ferramentas 
As ferramentas utilizadas foram o ConGu, Gent, Gzoltar e EzUnit4 já descritas 
neste relatório.  
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A ferramenta ConGu foi disponibilizada através do repositório utilizado pela equipa 
do projeto que lhe deu origem. Seguindo um conjunto simples de passos o ConGu ficou 
funcional e pronto a utilizar. 
O GenT foi disponibilizado num conjunto de packages Java, o que consumiu algum 
tempo antes que esta ferramenta estivesse pronta a utilizar; seguindo as instruções dos 
autores, foi importado para um IDE e foram instaladas as várias dependências do projeto 
(como por exemplo o JUnit que é utilizado para gerar os testes), onde foram procuradas as 
classes e operações a serem utilizados pelo cliente, de modo a conseguir fazer uso das suas 
funcionalidades. 
O EzUnit4 contém um plug-in para Eclipse, fácil de instalar e aprender a utilizar. 
O GZoltar também é distribuído como plug-in para Eclipse, mas surgiram algumas 
dificuldades para torná-lo funcional. A primeira versão obtida não disponibilizava a 
informação necessária acerca dos erros encontrados nas classes Java, por isso foi preciso 
entrar em contacto com os autores de modo a perceber o problema. De modo a ter esta 
ferramenta funcional, foi indicado pelos autores que os testes de input só podiam ter uma 
asserção por teste. Isto fez com que tivessem de ser criadas novas versões dos testes 
gerados pelo GenT para cada TDA, de modo a que cada um fosse dividido em várias 
classes de teste Java, cada uma contendo somente uma asserção. 
5.1.2 - Criação dos Testes 
Os TDAs utilizados neste caso de estudo foram: SortedSet e MapChain. O primeiro 
é um exemplo de uma especificação paramétrica e o segundo de uma não paramétrica. 
Para servir de input à abordagem de localização de faltas foram preparadas várias 
versões das implementações dos TDAs contendo erros. Ao introduzir estes erros foi 
procurado que existisse, pelo menos, uma versão contendo erros para cada método da 
especificação. A razão desta escolha foi porque a unidade identificada como “suspeita” e 
“culpada” de conter faltas, na abordagem descrita neste relatório, é o método. Ao todo 
foram criadas 10 versões para o MapChain e 7 para o SortedSet. 
A preparação para o estudo ficou concluída com a construção das classes Java 
necessárias para o mesmo – as classes mock e as de teste – de acordo com a abordagem 
descrita neste relatório. Utilizando o GenT o aluno gerou duas classes de testes, uma para 
cada TDA, que verificam se as implementações não violam as propriedades, representadas 
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por asserções JUnit, descritas pelas especificações. Por último, o aluno criou manualmente 
as classes mock necessárias para a abordagem de localização de faltas Abstract vs Concrete 
e o teste Java descrito nesta abordagem. 
5.2 - Execução do Estudo da Abordagem Flasji 
A apresentação da execução deste estudo pode ser dividida em três partes, não 
necessariamente executadas separadamente: 
1. Aplicação integrada das quatro técnicas de localização de faltas descritas neste 
relatório; 
2. Aplicação individual da quarta técnica “Abstract vs Concrete”; 
3. Aplicação de uma variante desta quarta técnica em que são usados somente os 
métodos observadores. 
5.2.1 - Aplicação integrada das quatro técnicas 
Após correr os testes Java gerados pelo GenT, são registados os testes que falham e 
os axiomas correspondentes. Se um destes testes falha com um erro diferente de Assertion 
Error, é aplicada a técnica “Operações envolvendo Pré-Condições” e a lista de “suspeitos” 
é atualizada. Caso existam duas asserções falhadas de axiomas diferentes que envolvam o 
mesmo construtor não-criador é aplicada a técnica “Operações Construtoras” e a lista de 
“suspeitos” é atualizada. Para cada operação observadora contida na lista de suspeitos é 
aplicada a técnica “Operações não-Constructoras” que atualiza e refina novamente a lista 
de “suspeitos”. Finalmente é utilizada a quarta técnica “Abstract vs Concrete” que, em caso 
de sucesso, retorna como resultado o método considerado culpado ou, caso não tenha sido  
identificado nenhum, retorna a lista de suspeitos.  
5.2.2 - Aplicação individual de técnica Abstract vs Concrete 
Nesta vertente de execução do estudo executa-se somente o teste “Abstract vs 
Concrete”, criado na preparação do plano de estudo, sobre as várias versões de 
implementação. De seguida, dependendo das asserções falhadas, é aplicado o algoritmo 
correspondente a esta técnica, explicado no capítulo anterior, que devolve um “culpado” ou 
uma lista de “suspeitos”. 
5.2.3 - Aplicação individual de uma variante de técnica Abstract vs Concrete 
28 
 
A técnica anterior contém um defeito que se tentou ultrapassar com esta variante. 
Esse defeito é a utilização do método equals na comparação de resultados de métodos em 
que o tipo do resultado é o que implementa o core sort e a consequente dependência da sua 
implementação. A implementação do método equals pode estar errada ou depender de 
algum outro método mal implementado e por isso os resultados das comparações entre 
objetos podem não estar corretos. 
Foi criado um novo teste Java igual ao Abstract vs Concrete, que em vez de 
comparar os objetos do core sort concretos com os abstratos utilizando o equals, compara 
o resultado dos vários observadores cujo resultado é de tipo diferente do core sort sobre 
estes objetos. No exemplo do Sorted Set, isto implicava que o método insert não seria 
utilizado para observação. 
Os resultados da execução dos testes descritos nestes subcapítulos foram registados 
para serem analisados posteriormente no estudo comparativo. 
5.3 - Estudo Comparativo 
Para a realização deste estudo, executaram-se as ferramentas EzUnit4 e Gzoltar 
sobre os mesmos inputs que o Flasji (os testes GenT sobre as várias versões contendo 
faltas do MapChain e SortedSet) e registaram-se os seus resultados. 
5.4 - Resultados e Conclusões 
No estudo individual da abordagem Flasji foi verificado que a técnica Abstract vs 
Concrete tem um comportamento positivo quando aplicada isoladamente das outras 
técnicas. Esta afirmação pode ser confirmada pela tabela na figura 5.1, que mostra o 
resultado dos testes aplicando a técnica Abstract vs Concrete e os resultados aplicando a 
abordagem completa - Flasji. Como se pode verificar os resultados desta técnica são 




figura 6.1 - Tabela que compara os resultados da técnica individual Abstract vs Concrete com os resultados da 
abordagem Flasji.  
Os resultados do estudo comparativo estão descritos na tabela da figura 5.2. Para o 
SortedSet e MapChain foram executados os testes gerados pelo GenT correspondentes, 
tendo o primeiro 20 asserções e o segundo 17 sobre cada uma das versões das suas 
implementações. Para cada resultado destes testes foi armazenada informação sobre as 
asserções que falharam (na tabela são os testes falhados) e ordenando pela probabilidade da 
operação estar incorreta, em que lugar o Flasji, o EzUnit4 e o GZoltar colocaram o método 
contendo a falta. 
Olhando para a tabela podemos verificar que em 17 inputs de versões erradas, o 
Flasji localizou o método certo em 13 deles. O EzUnit4 conseguiu localizar o método 
contendo a falta com sucesso em apenas 5 dos inputs e o GZoltar em 6. Com base nos 
resultados obtidos, verificou-se a aplicabilidade da abordagem e avançou-se para a 




figura 5.2 - Tabela que mostra o resultado dos testes feitos às várias versões das implementações Java. Contém 
quais os métodos errados em cada teste e em que lugar cada uma das abordagens de localização de faltas os 
identificou como eleito. 
5.5 - Discussão 
Devido aos resultados positivos da técnica Abstract vs Concrete (figura 5.1) e à 
falta de tempo para implementar a abordagem Flasji integrando as quatro técnicas, decidiu-




Construção da Ferramenta Flasji 
A construção da ferramenta Flasji foi divida por etapas, correspondentes aos 
principais passos necessários para implementar o processo de localização de faltas já 
referido. As várias etapas são as seguintes: 
1. Criação de classes mock  
2. Criação da classe que representa o mapa de refinamento 
3. Adaptação á nova versão do GenT 
4. Geração de código para criação de objetos abstratos e concretos 
5. Geração de código para comparação entre objetos abstratos e concretos 
6. Execução do teste gerado em 4 e 5 
7. Manipulação dos resultados dos testes 
8. Algoritmo de interpretação dos resultados 
9. Congu/Flasji 
Como algumas das tarefas a desenvolver pela ferramenta Flasji já eram cobertas 
pela ferramenta GenT, foi estudado o seu código fonte de modo a perceber que partes 
podiam ser reutilizadas. 
6.1 - Criação de classes mock 
A primeira etapa consistiu na construção de classes mock a serem utilizadas no teste 
Abstract vs Concrete. O aluno fez uma análise para perceber que parte do código já feito 
podia ser reutilizado e quais as classes que seriam necessárias criar de novo. 
A ferramenta GenT cobre a funcionalidade de criar mocks de non-core sorts através 
de uma classe chamada MockExtractor. Esta foi reaproveitada na íntegra pelo Flasji para 
criar este tipo de classes mock. 
Para criar as mocks de core sorts, foi preciso criar uma classe nova, que 
implementasse a parte não coberta pelo GenT, a criação de métodos cujos tipo de retorno 
corresponde ao tipo Java correspondente do core sort e que reaproveitasse o código da 
classe MockExtractor para implementar a criação dos restantes métodos. 
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As classes utilizadas para criar mocks definem uma String, que vai sendo 
preenchida com texto que representa o código destas classes. Contêm um método que 
escreve o conteúdo desta String para ficheiro. Na primeira versão destas classes, a 
informação sobre os métodos e os tipos contidos na especificação era retirada de uma 
instância da classe Alloy2UnitDictionary do GenT, que continha informação sobre a 
tradução sorts da especificação para os correspondentes Java (como ainda não incluía o 
refinamento os nomes não estavam corretos) e também informação sobre quais eram os 
tipos correspondentes aos core sorts, aos parameter sorts e os argumentos e tipos de 
retorno das operações. 
 
6.2 - Criação da classe que representa o mapa de refinamento 
A versão do GenT utilizada nesta fase não usava o mapa de refinamento, que faz 
parte do input do ConGu para gerar os testes, ou seja, os tipos dos objetos incluídos nos 
testes gerados estavam de acordo com as especificações e não de acordo com as 
implementações Java. Usando como input o exemplo do Sorted Set mostrado ao longo 
deste relatório, os objetos criados no teste iriam ter o tipo SortedSet (descrito na 
especificação) em vez de TreeSet (descrito na implementação Java).  
Após a análise do código do ConGu, o aluno identificou uma classe que lia e 
passava para memória o conteúdo do mapa de refinamento. Esta classe, com o nome 
Refinement, foi utilizada para construir uma outra classe que representa um dicionário que 
traduz os nomes das assinaturas e operações nas especificações para tipos e métodos das 
implementações Java (nomeada Spec2Java). Na criação desta classe houveram alterações 
feitas às classes que geram as mocks (descritas no passo anterior). Estas alterações 
consistiram em utilizar uma instância desta classe que traduzia os tipos e nomes das 
operações obtidas através da classe Alloy2UnitDictionary do GenT. 
6.3 - Adaptação à nova versão do GenT 
No decorrer da construção do Flasji surgiu uma nova versão do GenT que já inclui 
o mapa de refinamento e por isso os testes Java já são gerados com os nomes escolhidos 
nas implementações Java. Foi preciso adaptar as classes criadas anteriormente (classes 
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mock) de modo a que fossem compatíveis com a nova versão (a classe criada no ponto 
anterior entrou em desuso, visto que já não era necessária). 
Na nova versão do GenT a classe utilizada anteriormente na criação das classes 
mock Alloy2UnitDictionary foi modificada para incluir o refinamento, mas os métodos 
contêm as mesmas assinaturas, por isso foi só preciso retirar as alterações do ponto 
anterior, que usavam a classe Spec2Java para traduzir o resultado desta classe. 
6.4 - Geração de código para criação de objetos abstratos e 
concretos 
Criadas as classes mock, ficaram cumpridos os requisitos para a criação do teste 
Abstract vs Concrete. Este teste, tal como descrito no capítulo 4, compara o resultado dos 
observadores aplicados a objetos instanciando as implementações Java recebidas como 
input (concretos), com o resultado dos observadores correspondentes sobre as instâncias 
das classes mock (abstratos), cujo comportamento é descrito pelo modelo obtido através da 
especificação Alloy. 
O primeiro passo na criação deste teste foi a geração de instruções Java que 
permitiu criar os objetos abstratos e os correspondentes objetos concretos. Os requisitos 
apontados na análise deste passo foram runs do Alloy para ter acesso ao modelo que define 
as operações invocadas na criação dos objetos e acesso ao refinamento para saber o nome e 
os tipos de retorno das operações utilizadas. O primeiro requisito é cumprido pela classe do 
GenT AlloyMemory, que permite conhecer quais os constituintes do vários sorts assim 
como os factos, runs e axiomas presentes na especificação Alloy. O segundo é cumprido 
com a ajuda de outra classe do GenT Alloy2UnitDictionary, já discutida nos pontos 
anteriores. 
Na implementação deste primeiro passo foram criadas quatro classes:  
● AlloyInstance2UnitCoreConcreteObjects - encarregue da geração de código 
para a criação dos objetos concretos do tipo correspondente ao core sort. 
● AlloyInstance2UnitCoreMockObjects - encarregue da geração de código para a 
criação dos objetos abstratos do tipo correspondente ao core sort. 
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● AlloyInstance2UnitParamMockObjects - encarregue da geração de código para 
a criação dos objetos abstratos dos restantes tipos correspondente aos non-core 
sorts 
● TestClassGen - que representa o teste, encarregue de juntar o código gerado pelas 
outras três classes. 
Na criação das classes que geram código para a instanciação de objetos abstratos 
(core sort e non-core sort) obtém-se primeiro o modelo da especificação Alloy, 
correspondente ao teste Abstract vs Concrete (modelo gerado a partir de um run Alloy sem 
restrições) acedendo à classe Alloy Memory. Sobre este modelo, representado por uma 
classe Java pertencente ao GenT chamada ModelInstance, são percorridas todas as 
instâncias e são filtradas as que têm o tipo correspondente aos objetos abstratos que estão a 
ser criados. Em cada iteração é guardada informação sobre as operações e os seus 
resultados para “alimentar” as mocks na sua criação. Por exemplo ao criar uma instância 
mock do core sort correspondente ao SortedSet0 no modelo presente na figura 4.5 (cap 4), 
primeiro é gerado código que cria uma instância da mock: SortedSetMock SortedSet0 = 
new SortedSetMock();, depois são usadas as operações “add_x” da mock para preencher 
o seu estado de acordo com o modelo. O resultado do largest seria armazenado com o 
seguinte código: SortedSet0.addLargest(Orderable1). 
A criação das classes que geram código para a instanciação de objetos concretos é 
feita de um modo diferente. É utilizada uma instância da classe ModelAtomFinder do GenT 
que, dados dois nomes de instâncias do core sort no modelo e aplicando o método 
process(), devolve uma lista contendo as operações construtoras entre essas instâncias. 
Como primeiro passo é obtida a instância correspondente ao start do modelo. É 
gerado código que permite criar uma instância equivalente em Java. O aluno fez uns 
ajustes na criação dos objetos abstratos, para guardar numa lista todas as referências de 
instâncias de assinaturas cujo tipo é correspondente ao core sort. Para as instâncias deste 
tipo é utilizado o método process() da classe ModelAtomFinder  sobre a instância start e 
cada elemento desta lista para obter as operações construtoras necessárias para criar os 
objetos Java correspondentes. Olhando para a figura 4.5 do capítulo 4 o objeto Java 
correspondente à instância SortedSet_2 iria ser construído aplicando primeiro o método 
process() da classe ModelAtomFinder, instanciada com os argumentos start e SortedSet_0 
que iria devolver as operações emptyOp e insertOp(Orderable1). Depois é utilizado o 
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Alloy2UnitDictionary para obter os nomes destas operações em Java (o primeiro 
corresponde ao construtor vazio e o segundo à operação insert(Orderable x)) e é 
gerado o código que aplica estas duas operações (criação do objeto com o construtor vazio 
e aplicação da operação insert(Orderable1)sobre este objeto). 
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6.5 - Geração de código para comparação entre objetos 
abstratos e concretos 
Esta etapa corresponde ao segundo passo da criação do teste Abstract vs Concrete. 
Uma vez os objetos abstratos e concretos já instanciados falta fazer a comparação entre 
eles. Para fazer a comparação, é necessário ter acesso aos identificadores do código gerado 
para as instâncias criadas no ponto anterior e acesso ao modelo Alloy para saber que 
operações chamar para comparação, assim como os seus inputs. É criada uma nova classe 
AcertionCreation que implementa a geração do código correspondente às comparações que 
é também cliente da classe TestClassGen. 
É importante referir que os identificadores dos objetos criados no ponto 6.4 
coincidem com os nomes das instâncias das assinaturas no modelo. Se o modelo contêm 
uma instância cujo nome é SortedSet_X, o seu objeto Java concreto correspondente irá ter 
o identificador TreeSet_X. 
O código implementado itera sobre as representações das instâncias core do modelo 
Alloy (fig 4.2) - obtido através da instância da classe AlloyMemory - onde a cada iteração 
são registadas as operações e os seus inputs pertencentes a cada instância do modelo Alloy. 
As operações registadas, são aplicadas com os mesmos inputs aos objetos abstratos e 
concretos do core sort criados anteriormente. Os resultados da aplicação destes métodos 
aos objetos concretos e abstratos são depois comparados, para ver se coincidem. No caso 
da operação ser implementada com um método com retorno void na parte dos concretos, é 
aplicada primeiro esta operação ao objeto concreto e só depois feita a comparação com a 
mock correspondente. Repare-se que na mock não existe métodos com o tipo void, porque a 
operação em questão, em vez de alterar o estado da instância, retorna o objeto concreto que 
resulta da operação (esta informação é descrita pelo modelo e preenchida na fase 6.4 
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descrita anteriormente). Um exemplo da execução desta fase relativamente ao modelo 
mostrado na figura 4.x do capítulo 4, para o SortedSet está presente na figura 6.4. 
 
figura 6.4 - Comparação objeto concreto com abstrato correspondente à representação da instância SortedSet_0 
6.6 - Execução do teste gerado em 4 e 5 
Esta fase consiste em executar o teste criado nas duas fases anteriores. Foi criada 
uma classe nova com o nome TesteSuiteGenerator que cria instâncias das classes 
ParamMockExtractor, DesigSortMockExtractor e TestClassGen e que as executa 
chamando o método process() em cada uma. As primeiras duas criam as mocks. A 
TestClassGen gera o teste. As classes geradas são guardadas numa pasta Output, dentro da 
diretoria das especificações recebidas como input. 
O teste gerado é primeiro procurado na diretoria Output e depois compilado 
utilizando o método exec(command) da classe Runtime, com o comando “javac 
testeX.java” como input. O aluno encontrou dificuldades na compilação do teste, 
especificamente em incluir as classes geradas e a biblioteca JUnit no classpath. Estas 
dificuldades foram ultrapassadas fornecendo juntamente com o comando javac o classpath 
contido na classe ClassLoader com a flag -classpath. 
Após gerar o “.class” do teste foi utilizado o método da biblioteca JUnit 
JUnitCore.runClasses( testX.class) para o executar. Este método retorna uma instância da 
classe Result do JUnit com o resultado do teste. Caso este falhe é incluída uma String 




6.7 - Manipulação dos resultados dos testes 
 Nesta etapa foi necessário alterar a classe que gera os testes de modo a que 
transmitisse mais informação sobre as asserções falhadas. Estas alterações foram feitas na 
geração do código que inclui os assertTrue do JUnit, que tem a opção de incluir uma 
descrição na forma de String caso a asserção falhe. De modo a decidir que informação 
colocar neste campo, o aluno analisou o algoritmo de localização de faltas da abordagem 
Flasji que irá ser mostrado na próxima etapa. Chegou-se à conclusão que seria necessária 
informação sobre o identificador do objeto incluído no teste, assim como qual a operação 
utilizada no mesmo. 
Outra alteração feita nas classes anteriores foi a criação duma estrutura de dados (a 
que se deu o nome de objsToConstructor) que armazenasse um par <objeto, 
Set<construtor>> que relaciona um identificador de um objeto com os construtores 
utilizados na sua criação. O preenchimento desta estrutura foi feito na classe de criação de 
mocks do tipo do core sort (AlloyInstance2UnitCoreMockObjects). 
Para a aplicação do algoritmo também foi necessário retirar a informação contida 
nas Strings dos testes falhados e organizá-la por estruturas de dados já pensadas para o 
algoritmo de interpretação dos resultados. Estas estruturas são: ccErrorMap - guarda 
informações sobre os construtores criadores incluídos nos testes falhados e em quantos 
testes falhados cada um aparece; nccErrorList - contém os construtores não criadores 
que apareceram em testes falhados; obsErrorList - contém os observadores que 
apareceram em testes falhados.  
O ccErrorMap é preenchido com base (i) nos resultados dos testes Abstract vs 
Concrete de uma forma <ind,op> em que ind é a identificação do objeto sobre o qual foi 
verificado e op, o método onde falhou a comparação e (ii) na estrutura de dados 
objsToConstructor. A segunda estrutura de dados é utilizada para perceber se existe 
algum identificador presente nos resultados dos testes que represente um objeto vazio, ou 
seja, a que tenha sido aplicada somente a operação criadora construtora. Por cada 
identificador encontrado nestas condições, é adicionado o seu construtor criador ao 
ccErrorMap e o número na entry deste construtor é incrementado. 
A nccErrorList é preenchida com os pares <ind,op> correspondentes aos 
resultados dos testes cuja operação seja um criador não construtor. 
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A obsErrorList é preenchida com os pares <ind,op> correspondentes aos 
resultados dos testes cuja operação seja um observador. 
6.8 - Algoritmo de interpretação dos resultados 
O algoritmo de interpretação de resultados está descrito no capítulo 4. A sua fase de 
implementação consistiu em passar o pseudo-código descrito para código Java. A 
ferramenta Flasji, caso encontre um método contendo uma falta, imprime o seu 
identificador. Caso não seja capaz, imprime uma lista de possíveis suspeitos. 
6.9 - ConGu/Flasji 
Numa última fase deste trabalho, pelo facto de se ter revelado interessante, no 
âmbito do projeto Quest a integração do Flasji com o ConGu o aluno iniciou a 
implementação de uma aplicação que integra os seguintes passos: 
● Execução do ConGu para gerar as classes instrumentalizadas; 
● Execução do GenT para gerar os testes JUnit; 
● Executar os testes JUnit do GenT sobre as classes instrumentalizadas; 
● Executar o Flasji caso haja uma violação de um axioma de modo a obter um 
suspeito. 
Devido a problemas encontrados na geração das classes instrumentalizadas, esta 











7.1 - Breve resumo do trabalho 
O primeiro objetivo proposto passou pela aprendizagem das várias ferramentas e 
abordagens que iriam ser necessárias no decorrer deste trabalho e que estão descritas no 
capítulo 3 e 4.  
De seguida iniciou-se a preparação do estudo que iria por em prática a abordagem 
Flasji. À medida que o estudo foi sendo executado o aluno foi armazenando os seus 
resultados para futura análise. Estes dados foram utilizados para a realização de um estudo 
comparativo com outras abordagens de localização de faltas em programas Java. 
Finalmente foi feita a implementação da ferramenta Flasji. 
7.2 - Discussão 
No decorrer do trabalho, nomeadamente quando foi colocada em prática a 
abordagem Flasji, foram encontradas várias dificuldades na criação de exemplos práticos 
para alimentar o plano de estudos. 
Existiam muitos exemplos de Tipos de Dados Abstratos com especificações ConGu 
já construídas e implementações Java correspondentes, mas eram raros os casos em que 
estes estavam de acordo com as versões mais atuais do ConGu. Como este trabalho 
combina várias ferramentas, existiam outros TDAs que, embora funcionassem no ConGu 
sem axiomas violados, ao transferi-los como input para o GenT não eram encontradas 
instâncias de modelo para estes. Assim, é impossível gerar os testes automáticos, uma vez 
que não existem modelos para os mesmos. 
Para a realização do estudo só dois exemplos de TDAs estavam funcionais: 
MapChain e SortedSet. De modo a que o GenT gerasse os testes JUnit do MapChain para a 
realização do estudo foi ainda necessário corrigir erros de sintaxe manualmente na 
especificação Alloy gerada. 
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O trabalho teria sido enriquecido com a inclusão de mais exemplos de TDAs uma 
vez que permitiria testar melhor a abordagem Flasji. 
Outro percalço foram as várias versões de ferramentas utilizadas no decorrer do 
trabalho. Os TDAs foram preparados usando uma versão da ferramenta Congu fornecida 
via repositório, diferente da integrada no GenT. Quando foi recebida a nova versão do 
GenT, teve de ser requisitada ao seu fornecedor uma versão anterior do Congu, visto que a 
mais recente não era compatível. 
 
7.3 - Trabalho Futuro 
Como sugestão de aspetos a melhorar na abordagem desenvolvida, avança-se a 
hipótese de criação de uma opção no Flasji que salte a parte de gerar os testes e trabalhe 
com os criados anteriormente. Isto iria diminuir bastante o tempo de execução e é uma 
opção interessante porque o utilizador só precisa de recriar os testes quando muda a 
especificação ConGu. Se o utilizador alterar as implementações (o que normalmente 
acontece quando se utiliza este tipo de metodologia para encontrar faltas) só iria ser 
necessário recompilar a classe que sofreu alterações. 
Outra sugestão prende-se com a implementação das quatro técnicas do Flasji, das 
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