Abstract. The development of mobile applications plays an increasingly important role in everyday lives of a visibly growing number of smartphone and tablet users. This trend contributes to changes in corporate management techniques, which now turn towards establishing new standards of data management and extending the functionalities of existing systems to enable the users to benefit from the newest technological advances by creating mobile applications. The paper presents a review of existing solutions for one of the most popular mobile platforms, Apple's iOS, and proposes secure development model as a tool to overcome existing threats faced by mobile application developers.
Introduction
Until now the main concern in mobile application development revolved around the functional usefulness of the solutions which were being developed. Together with the growth of the popularity and the number of the smartphone users, more and more real-life applications for the mobile devices were invented and brought to life. Seeing this trend many companies incorporated their own mobile systems, thus establishing new standards of data management as well as extending the functionalities of their xisting systems to enable the users to benefit from the newest technological advances by creating mobile applications. Nevertheless, after the initial phase of going into raptures over the simplicity and multiple possibilities which mobile applications give to their users, the more serious issue of the information security was raised.
Are mobile applications secure enough to entrust them with passwords, account numbers, etc.? Are there any development strategies which should be used to prevent capturing sensitive confidential data by the third-party applications installed on our smartphones? In order to answer these questions it is necessary to talk about the possible mechanisms to secure the mobile applications, to talk about the development strategies which should be used to prevent capturing sensitive confidential data by third-party applications installed on our smartphones.
The increase in mobile Internet traffic is mainly due to the increasing possibilities of mobile devices offered to the users. Nevertheless, these possibilities would not be achieved if it was not for the enhanced development features represented by the newest versions of the operating systems. For the purposes of this paper the security issues of one selected operating systems will be discussed [1, 2, 13, 15, 21] .
The choice of the platform seems to be easy, looking at the current trends and usage statistics. Currently the market is led A. Majchrzycka and A. Poniszewska-Marańda of the privacy issues of millions of users of smartphones and the lack of adequate solutions to assure the security of data. Having this in mind it is worth to think about more ways of how to reduce the risks connected with the mobile security in the context of the development process itself. One of the most crucial aspects which will be the core of the proposed solution is to create a model which will assure less probability of capturing the sensitive data by the malicious software or hackers [8, 11, 15, 21] .
The developed model called Secure Development Strategy (SDS) was introduced for building mobile applications so that they would be less vulnerable to external attacks and leaks of sensitive data (Fig. 1) .
The existing approaches to mobile application security focus mainly on the transmission of sensitive data to external services, whereas using the SDS approach equal focus is put on all aspects of the sensitive data management. Safe data transfer between mobile and external devices is undoubtedly a crucial link in the process of securing the applications, however not the only one.
The idea of Secure Development Strategy assumes that application should conform to predefined security standards embracing three main areas: storage (of sensitive data on the mobile device), access and transfer of sensitive data. Conformation to the standards should be achieved by implementing threefold security pattern for each of the mentioned areas. The model specifies the assumptions on how to achieve a proper level of security in each field and provides necessary details on the implementation of mechanisms which will allow achieving desired safety effects.
The foundation of data storage pattern should be based on the limitation of the data stored on the device and (in case the storage is inevitable) proper level of protection achieved by encryption. As far as typical storage mechanisms are concerned they assure the most reliable degree of security, however in case of capturing the device extraction of data from built-in key stores does not constitute a major difficulty. The most desired practice would be then limitation of the amount of the data stored especially this of critical importance. However, as it is not possible to avoid it entirely, additional precautions should be considered, encryption seeming to be of the greatest significance. The main focus for accessing data is put on the identification and verification of the device and the user who attempts to gain an access to the application resources. Also additional access privilege verification process can be implemented for specific methods which require such access.
The last component which is data transfer is dependent on the operation of the system as a whole, therefore the most concerning aspects that will be taken into account are the format, the encoding and the integrity of the data which are going to be transferred. All of the mentioned mechanisms should be supported by appropriate encryption techniques.
2.1. Data storage security model. The first pillar of the SDS storage concerns solely the client-side of the system i.e. the mobile application. The major assumptions of data storage pattern embrace sensitive data encryption, limitation and restricted access (Fig. 2) .
While designing mobile applications the developer has two possibilities on where to store application data. He can choose external server where data will be stored in databases and special firewall mechanisms will block access to it. On the other hand some of the information which the application uses are necessary to be stored on the device. The most common reason for this, is application working in an offline mode when there is no communication with the server and the external database and login mechanisms with "remember me" feature.
The first option seems to be a better solution as it eliminates the risk of losing data when the device is damaged. Nonetheless, it requires a large amount of data traffic between the application and the server. In that light the second option comes in handy -it reduces the amount of data transfer. However it seems to be less practical, as the data to be valid need to be updated. Moreover, the storage space of the device is also limited. Thus, the combination of both solutions comes from the need of keeping the data up-to-date and accessible by many devices at any time simultaneously giving the possibility to store a little number of crucial information on the device.
The data stored on the device has mainly device-specific values which enable to identify the users. It is also worth noting that mobile applications are always parts of more complex systems which include server applications, database(s) and web or administration modules. The storage mechanisms depend on the place of where the data is saved on the device. Two places for data storage which are also a potential risk points can be discussed for SDS: keychain and device file system. Three rules regarding the data storage can be formulated as follows:
• sensitive data should never be stored as plain text, but they should always be encrypted and stored as such in key-chains and any other storage places, • sensitive data could be stored within the application database files and encrypted using encryption keys stored in the external server databases to limit the risk of reading the data, • access to the internal database objects should be restricted only to the privileged functions (function calls).
Key stores.
Mobile platform developers introduced special mechanisms for storing data in a secure manner -key stores. The assumption is that the applications can access only those key store values which they have privileges to. For jailbroken devices there is no problem in reading the key store values with the use of special dumping applications. This is the reason why the first assumption of SDS states that: sensitive data should never be stored as plain text, but they should always be encrypted and stored as such in key-chains and any other storage places. This is the first step in securing the data, so that even in case they are captured it will be more difficult to use them. This seems to be an obvious guideline, nonetheless many developers do not pay enough attention to the key-chain data encryption because they seem to believe that this mechanism is attack-resistant by default. It is not uncommon that data stored in keychains is not encrypted or too weak algorithms like MD5 are used for this purpose. One has to remember that the key-chain is the first place the attacker will look for sensitive data and that is why proper care should be taken to secure it.
As the suggested encryption algorithm the SDS assumes the usage of AES encryption algorithm as it was chosen as a standard by The National Institute of Standards and Technology [2] for its reliability. AES is a symmetric key algorithm, which means that it uses the same keys for encryption and decryption. The public encryption key should not be stored or hardcoded within the application itself but it should be securely stored on the server database. Moreover, a good practice is that the key was different for every device using the application -the server application should generate the key when the application is installed on the device.
The other suggestion for storing sensitive data is to transfer the responsibility from key-chains which are known to store valuable information, especially remembered passwords, to the internal database of the application. This is expressed as the second rule for data storage: sensitive data could be stored within the application database files and encrypted using encryption keys stored in the external server databases to limit the risk of reading the data.
Both platforms -iOS and Android -enable the developers to make use of SQLite databases and store information within them. They are most often used to keep frequently exploited data, so that it not have to be downloaded from the server any time it is needed. Data in such database is kept independently from the application being active, so that it is preserved on the device all the time. On the other hand the sandboxing mechanism imposes that such database can only be accessed by the application it was created for.
File system.
Sensitive data could be stored within the internal database as custom structures known only for developers of a specific application. This is not a common practice at the time. The SQLite data records are stored in a file on the device, thus it may seem a hazardous thing to store the passwords there. That is why credentials and simple character variables should be still stored with the use of key-chain stores, however in case of other structured data one should definitely use the internal database of the device. According to SDS if certain conditions of securing such data are abode the database will constitute an equally safe place to store it (Fig. 3) .
The conditions to securely store data within the database state that all data stored in such a way should be encrypted us- ing the appropriate hashing functions and for records containing sensitive information the AES encryption should be used. Each table should have a corresponding class defined within the application structure. For each class a corresponding table on the server database should exist. Additionally, for each table which stores sensitive data on the server database, a unique public key used for encryption should be generated. Thus, additional table storing public keys should be used for this purpose. When using the encryption described above, even in case of accessing the file by the unprivileged third-parties it would be impossible to read them without the decryption key. Additionally, the database objects should only be accessed by privileged functions specified during application development process. The permission-based model similar to the one encountered in Android could be implemented. The permission should be assigned as a pair, as visible in Fig. 4 , defined in a separate file and stored as XML.
The aforementioned suggestions for data models do not prevent attackers from capturing the data from key-chains or files, but they aim to secure this data, so that even in case of capturing they would be of no real value.
Data access security model.
The second pillar of SDS strategy concerns the access to data. This comes from the fact that mobile applications need to communicate with external services and other applications.
The major assumptions of this area of security embraces three mechanisms which aim to enable identification of the user requesting access to application resources (Fig. 5) .
The access to the application resources can be controlled at different levels. Firstly, one may consider an access to the resources by application functions which is vital in case if anyone tries to modify the behaviour of the application by for instance swizzling method. This issue was partially addressed in the previous section regarding permission-based model to the database objects which may contain vital information. The other point of view is an access to data by unprivileged services or remote calls to the server from parties impersonating valid devices. The SDS strategies for such threats include the use of geolocation and the device identifier as means of distinguishing suspicious behaviours.
The fundamental SDS rules for the data access are: • the mobile application should inform about the current location of the device every time it requires an access to sensitive data, • the mobile application should always present itself with a digital signature composed of unique device identifier, • server should always check whether the device session is open before it realizes any requests.
Geolocation.
The geolocation became a common mechanism for locating devices and performing certain services which enable to display proper language or time zone for the user. Recently Google has used this mechanism to secure access to private user accounts. The Google procedure works in such a way that the location of the computer together with date and time of the registration and consequent logins to the account are registered and then used for validation. The location of the computer is obtained on the basis of the IP address of the computer. If the current and the last activity data are significantly divergent i.e. 1 hour after logging from Warsaw someone tries to login from Seoul, then automatically an e-mail or an SMS is sent to the user informing about such attempt. This enables to track who tried to access the account and records all login attempts. A similar mechanism can be implemented for a mobile application. Having a unique identifier of the device, its location could be registered and sent to the server with every request issued by the application. It would serve as a frame of reference for future logins. In case a suspicious attempt would take place a message should be sent to the user. This would require a mobile phone number or email specification by the user or the application could notify itself about the attempt to login with the use of push notifications. Additional structure on a server should be implemented as visible in Fig. 6 .
The geolocation service is an increasingly popular one and used by many companies for location purposes. However, it can still contribute to increasing access security of data within the application. Any modern mobile device nowadays is equipped with a GPS system and offers its own location services and builtin mechanisms. They are most frequently sufficient for the purposes described above as it is not required to locate the device with the accuracy of one meter. Some developers may decide to use Google Maps API which provides a more complex and accurate solution. Google Maps API is available for all mobile platforms and it can be easily implemented. Of course a built-in iOS MapKit is also a sufficient solution for this purpose.
Unique device identifier.
Every device is assigned a unique identifier which enables to distinguish it from the others. The transmission of a unique identifier can somehow violate the privacy as it could be captured by unwanted parties. Nevertheless, Universal Device Identifiers (UDIDs) seem to be the most reliable way which can be used to identify the requests for the data sent to the server. Together with the geolocation coordinates they can prevent external invalid requests to be served.
Recently, Apple has raised the issue of too aggressive aggregation of UDIDs for marketing purposes. In the earlier releases of iOS 6 the old interface methods for UDID were deprecated and Apple suggested that developers should find another way of identifying the devices. They stressed the fact that devices may be lost, destroyed or stolen, so the user accounts cannot be stiffly linked to device addresses. That is why they suggested to use rather the username/password scheme instead of device identifiers. However, still there exists the possibility to use UDID characteristic for the given vendor.
In order to conform to Apple standards it is best not to use the default device UDID, but it does not change the fact that we do not want to resign from the possibility of identifying a specific device. One has to remember that many users may log in to the application from the same mobile appliance. This is the reason why SDS suggests that a custom unique identifier was generated for the device during the installation phase. This unique identifier will be referred to as an Application-Device Identifier (ADID) and it will be characteristic for a single application only. That is why it will not be possible to use it for any other purposes than for the application in subject. ADID should be a 32-bit string generated randomly. Its uniqueness should be checked during the generation phase and it should be preserved at server-level, i.e. there may exist two devices with the same device ID if they are served by different servers.
ADID could serve as a "username" of a device and only by confirming it in the requests it would be possible to access the data. If the uniqueness of ADIDs for the entire application, independently from server instances was to be preserved, one may consider combining a modified part of the real UDID to the generated string.
Reading the aforementioned description one may wonder why geolocation and unique device identifiers are used even though earlier it was stated that sending too much information about the device violates privacy of the user. This situation presents a trade-off between security and privacy issues. One has to remember that in order to stay secure some form of control is required on what is happening within the application. Both parts of the system -server and mobile application -are prone to attacks and that is why both of them need to exchange the information concerning their identity. Otherwise, the lack of such mechanisms would enable unwanted parties to impersonate valid devices without consequences. Furthermore, as according to the SDS rule, the created custom unique identifier ADID is not transmitted directly but encrypted, therefore it prevents to identify the device by third-parties.
Sessions.
Another precaution which should be taken into consideration while building a mobile application is the use of the session mechanism (Fig. 7) . Sessions are commonly used in • attack on the integrity of data -changing the content of the message, • impersonation -impersonating other device/user.
Encryption.
Firstly, the data sent to the server should always be encrypted. Special care should be of course taken of data which are considered to be sensitive like passwords, credit card numbers and others alike. Encryption is crucial in case of the first attack scenario regarding privacy -even in case of capturing the data, the content of the message will be difficult to read. The quality of the encryption depends of course on the used algorithm and the method of securing the encryption key.
All mobile platforms enable to use built-in libraries for encryption of string data. The messages sent to the server are most frequently transferred in the JSON or XML formats, but these libraries also have appropriate interfaces to handle such kinds of arguments. Figure 9 presents XML message sent from a mobile application to the server with the AES encoding on confidential data applied respectively.
Digital signatures.
As far as the integrity of the data is concerned it is a good and common practice to use the digital signatures. They enable to check whether the message received is exactly the same as the message sent and if it was not modified on the way to the receiver. The digital signature mechanism relies on the encryption which should assure the authentication.
The Digital Signature Standard (DSS) relies on a private key algorithm. Only the owner of the message knows the private key and the public key is known. It is however possible to use other encryption techniques and implement them instead. One of the oldest encryption algorithms are different checksum algorithms. The checksum transforms an input using a checksum function and produces a numerical output of a small size. A good checksum function should provide a significantly varied checksums even if the message changed only slightly. The disadvantage of this method is that checksum algorithms are known and could be tricked and reversed.
As far as relation between encryption of a message and digital signature comes into view there exist four types of situations ( Fig. 10 ):
• message is only encrypted -it can only be read by a person having the key, but the integrity of the data is not known, case of web applications. During login the user opens a session on the server. The timeout for the session should be defined. If for that specified amount of time no action is taken the user can be logged out. The other option is that if the request comes after the specified time the user is asked to input the password again and only then the request can be realized.
Data transfer security model. Data transfer pattern refers
to all mechanisms which involve the exchange of data between the mobile application and the external services. These mechanisms should incorporate in their action flow the additional security procedures -data encryption, the use of security keys and the verification of the requests integrity (Fig. 8) .
Although this is the last one of the described pillars of SDS, it is absolutely not the least important one. On the contrary data transfer seems to be the weakest link in the entire process of the mobile application development. It comes from the fact that the requests are travelling over the Internet in an unprotected space and they are prone to a special kind of attacks called the "man in the middle".
This attack means that between the mobile device and server application a third-party may be listening and waiting for the exchange of information. There exist three types of attacks for "man in the middle" scenario:
• attack on the privacy of data -stealing confidential information,
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• message is digitally signed -the integrity can be checked, but everyone can read the content, • message is first encrypted, then digitally signed -no one can read it, the integrity is preserved, • message is first digitally signed, then encrypted -no one can read it, the integrity is preserved.
Security keys.
The last suggested mechanism represents security keys which seem to be valuable in case of using checksum algorithms for digital signatures. Security keys introduced by SDS are 128-bit strings which should be sent to the server before the request for sensitive data. The security key can be unified for the entire application and independent from the device. When transferred it should also be encoded with chosen cryptographic algorithm. The process of exchanging data with the use of security keys should look as follows ( Fig. 10 ): 1. the user invokes a function which requires communication with the server, 2. the application checks that the request to be issued requires the security key confirmation, 3. the security key compliance request is issued to the server, 4. the server responds with a message, 5. if the security key is invalid, the operation cannot be performed -alert message is returned to the user, 6. if the security key is valid, the request for the initial operation is issued.
iSec framework as the implementation of the SDS model
The aforementioned model for building the secure mobile applications specifies the guidelines which should be taken into consideration while creating such applications by the developers. It is however common knowledge that the conditions under which most of the developers work -tight schedules, close deadlines, performance efficiency -do not serve well assuring the impeccable security.
The implementation of ready-to-use classes and methods which would assure security of any mobile applications seems to suit the current needs for simultaneous time-efficiency and safety. That is why in the scope of this research the prototype framework iSec was developed. Its main components correspond to three pillars of the security model presented in the previous section: storage, access and transfer. Additionally, addressing a practical need for a fast login mechanism, the component generating classes and controllers indispensable while creating login views was designed and incorporated as a part of this framework. This mechanism enables also the use of roles, which are frequently applied for the mobile applications.
All the major components of the framework use the encryption module which provides basic and complex encryption methods gathered together for the simplicity of use. Its user will be able to specify the default encryption algorithm to be used or he will use different ones for different purposes. Another component common for others is the XMLParser which will enable to read and write the security configuration stored in an external XML file. This configuration refers to the variables set from all three basic modules, with the most significant usage of function privilege information. The component model of created framework is presented in Fig. 11. 
Conclusions
While designing and building mobile applications there will always be a trade off between functionality, optimization and security. In the long run, however, none of these areas should be omitted and treated with less importance than the others as only balanced combination of those three will enable to create the reliable and useful solutions. Currently there is no standardized solution or methodology for developing the applications which would be ultimately threat-resistant. Together with the invention of newer and newer strategies to prevent the security breaches, more sophisticated threats emerge and new vulnerabilities are detected by the platform developers.
The Secure Development Strategy for mobile applications, presented in the paper, introduces three pillars which should be taken into consideration while designing and implementing the mobile applications. All these pillars: data storage, data access and data transfer should be treated as equally significant throughout the entire development process. The SDS provides details on its assumptions and mechanisms which should be implemented within the application framework in order to provide the mobile security.
No strict standards are provided, rather suggestions for the use of technologies and solutions. The most vital feature of SDS is that it embraces all crucial aspects of mobile application development and systematizes them by defining the concepts and categorization. The main assumptions of SDS include using the geolocation and custom device identifier ADID for accessing data, storing the sensitive information encrypted in database files and securing the requests sent over the Internet with digital signatures and security keys. The SDS does not aim to make the application fully attack-resistant, but to disable the potential attackers from encoding sensitive data and to reduce the amount of potential risk points in the application.
The practical implementation of the components of SDS strategy is realized with the use of created security framework -iSec. The iSec framework constitutes a tool which enables the usage of a variety of security mechanism without the necessity to use additional external sources. It provides the implementation of the functionalities defined by the SDS. Its features aim to simplify the process of implementing the security into mobile applications.
