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Abstract 
Software maintenance is recognized as an important knowledge area within the most common international curriculums in 
software engineering. Despite this fact, and its importance in the industry, software maintenance and supporting techniques such 
as reengineering are hardly ever taught in practical lessons. This paper presents a reengineering teaching experience conducted in 
lab sessions by using reverse engineering and code generation tools. The experience was carried out by merging traditional 
methods (such as teaching lessons) with technological resources (e.g., Learning Management Systems to conduct and analyze 
questionnaires). The teaching-learning process was qualitative- and quantitatively assessed by comparing results between an 
initial and final evaluation. The Reported results show that students do not know reengineering as a software maintenance 
technique and their satisfaction with the experience was high or very high (65%) or medium (35%). The key learned lessons are 
that students recognized the usage of reengineering tools as very convenient for their performance as future practitioners and the 
need to devote additional time in classroom to learn such tools. 
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1. Introduction 
Software maintenance is the stage of software development that requires more effort and resources [7]. In fact, 
the maintenance effort is between 70 and 80% while only the 20-30% of time is spent on other development stages 
during the software life cycle [6, 9]. Software maintenance is a key activity to correct, adapt, migrate or improve 
existing software systems [5]. Software maintenance firstly ly 
extends the lifespan of software systems, which implies a higher return of investment.  
There are many approaches and techniques in the literature for carrying out software maintenance. One of the 
most widespread techniques is software reengineering [1], which has been successfully applied in last two decades. 
Reengineering advocates obtaining improved versions of an existing system by reusing existing software artifacts in 
order to preserve the business rules embedded in the system under maintenance [8]. Reengineering process consists 
of three stages [3]: (i) reverse engineering, which analyses existing software and identifies the different components 
and their interrelationships to build one representations of the system at a higher degree of abstraction; (ii) 
restructuring, which representation and transforms it into an enhanced 
representation of the system at the same abstraction level by preserving the external behavior; and (iii) forward 
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engineering, generates physical implementations of the target system at a low abstraction level from the restructured 
system. 
Regarding academia, software maintenance is also perceived as an interesting topic. Indeed, software 
maintenance, and particularly reengineering, is included in well-known international curriculums. The sixth chapter 
of SWEBOK (Software Engineering Body of Knowledge) [4] is fully devoted to software maintenance. The 
Software Engineering Curriculum proposed by ACM and IEEE [2] defines an area of knowledge for software 
evolution with an estimated duration of 10 hours (2.24% of total time). 
Despite the importance of software maintenance in industry and academy, teaching about software maintenance 
and reengineering must deal with two main challenges: (i) most universities erroneously present software 
maintenance as an additional and routine activity outside the scope of software development process; and (ii) there 
is no much research concerning software maintenance and reengineering teaching in comparison with other software 
development stages. 
This work attempts to address these challenges by providing a practical teaching experience about software 
reengineering within a software engineering degree in a Spanish university. The experience consisted of teaching a 
lesson about software reengineering and maintenance in a theoretical class as well as a collaborative practical 
exercise during two lab sessions. The main objective of this investigation is to analyze whether the proposed 
experience is pedagogic and therefore improve the teaching-learning process of software reengineering and software 
maintenance in general. During the teaching experience the students carried out an initial evaluation test and a final 
test as well. Such tests allowed us to know which topics were easily learned and which were the most common 
learning problems presented by the students. 
After analyzing obtained results, some learned lessons were reported. Firstly, the most common problem for 
students was the integration of new functionalities in the target systems during software reengineering. Secondly, 
the majority of the students reported a high satisfaction about learning and managing new software applications for 
supporting reengineering. 
The remaining of the paper is organized as follows: Section 2 summarizes the main international curriculums on 
software engineering concerning reengineering. Section 3 presents in detail the teaching experience about software 
reengineering. Section 4 analyses the results obtained in the practical experience. Finally, Section 5 provides the 
conclusions and learned lessons of this work. 
2. Reengineering in International Curriculums 
Currently, there are several international curricula focused on the profession of Software Engineering such as 
SWEBOK, Computing Curricula, ICF-2000 (IFIP / UNESCO) or ISCC, among others. However, SWEBOK [4] and 
ACM / IEEE SE [2] are probably the most relevant ones. In this section it is presented how these curricula address 
the maintenance process and more specifically, reengineering as an essential tool to support this process. 
SWEBOOK (Software Engineering Body of Knowledge), which was designed for the accreditation of university 
curricula and certification of professionals, identifies a core body of knowledge that characterizes the discipline of 
Software Engineering. SWEBOK is divided into 10 knowledge areas, among which is included the Software 
Maintenance Area. Regarding maintenance, SWEBOK considers foundations, key concepts, and the processes and 
techniques for maintenance (see Fig. 1). As seen in Fig. 1, the three techniques are covered by the concept of 
reengineering (the second technique), since both understanding and reverse engineering are part of the reengineering 
concept. 
The Computing Curricula of ACM / IEEE-CS provides guidance for curriculum development of careers of 
computer science and computer engineering. The Computer Curricula is comprised of several parts: a master 
volume and additional volumes for specific disciplines. One of these volumes, the SE2004, is focused on the 
description of Software Engineering. It is important to point out that, from all areas of knowledge (or topics of 
interest that cut across all disciplines) covered by the Computing Curricula, the discipline of Software Engineering 
described in SE2004 is the one that estimates more effort to address the Software Maintenance area.  
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The SE2004 is divided into 12 units of area. One of these units of area is directly related to the maintenance and
reengineering. The unit area SE7, entitled "Evolution of Software", includes software maintenance, the
characteristics of software maintenance, reengineering, legacy systems and reuse of software.
The two curricula briefly presented show how the maintenance process receives as much importance as other 
processes studied in Software Engineering. Specifically, both curricula consider re-engineering as the main tool to
support software maintenance. However, checking the current computer curriculum in universities can be seen that
in most cases: (i) maintenance is briefly theoretically studied, and (ii) reengineering hardly studied, and may even
not be mentioned in most related subjects.
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Fig. 1. Knowledge areas of software maintenance [4].
3. Practice
Engin
(ITIS) in the Computer Science Faculty (Escuela Superior de Informática) in Ciudad Real. The subject is given in an
annual term (first and second semester) in the 3rd course of the degree and it implies 10 ECTS (European Credit 
Transfer and Accumulation System). 34 students in ITIG and 46 students in ITIS were enrolled in the subject during
this experience.
The teaching experience consisted of: a theoretical seminar in classroom which took one hour and in which the
fundamentals of Reengineering and its relationship and contribution to the field of Software Maintenance were
explained; and a practice in laboratory which took two hours during which the Reengineering tools to be used were 
explained and the students applied them to solve the assignments.
The practice in laboratory consisted of, from five executable files (.class) of a legacy software without related
documentation, to obtain an improved version of the software which had to fulfill new requirements and to include
related documentation by using JAVA for programming and UML for modeling.
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In order to collect the necessary feedback, three questionnaires were designed to evaluate this experience:  
 Pre-Questionnaire, which was filled in by the students before the theoretical seminar and its goal was to assess 
the previous knowledge of the students about Reengineering in relation to the previous subjects passed by them.  
The questionnaire was multiple choice type and it was composed of three theoretical and two practical questions 
 Post-Questionnaire, which was filled on at the end of the practice and included multiple choice questions about 
Reengineering to assess the acquired knowledge by students as a consequence of the experience. This 
questionnaire was answered via Moodle platform and included five theoretical questions about Maintenance and 
Reengineering and the same practical questions of the Pre-Questionnaire.  
 Final Survey, in which the opinions of students about the experience were collected by using the Moodle 
platform. The main aim was to assess if the students agreed about to include this experience as regular contents 
of the subject along with the positive / negative aspects of the experience perceived.  
The execution of the teaching experience took place without any problem. Sixty eight students participated (29 
ITIG, 39 ITIS) which means a participation of the 85% of enrolled students. The delivered documentation and 
software code by students was completed in all the cases, thus it was not necessary to discard any of them. The 
obtained results are analyzed in the following section.  
4. Results 
This section presents a quantitative and qualitative analysis of the obtained results. Section 4.1 analyses results of 
initial evaluation. Section 4.2 discuses results obtained in the practice of laboratory. Section ¡Error! No se 
encuentra el origen de la referencia. examines results obtained in the final evaluation by comparing such results 
with the initial evaluation ones. Finally, Section 0 shows the opinion of students regarding the teaching experience. 
4.1. Initial Evaluation 
In the conceptual questions about the maintenance and reengineering fundaments and basis, it was observed that 
over 70% of students had a slight or well-formed idea about software maintenance. However, only 22% of students 
had an idea about how reengineering works. Furthermore, only 17% of students knew how to establish relationships 
between software maintenance and reengineering. These results clearly indicate students do not know that 
reengineering is as a technique of software maintenance, which justifies the teaching experience on this area. 
Concerning practical cases, students obtained better results with a successful ratio of 62% and 66% in the two 
case studies respectively. However, those might be considered as discrete success percentages. 
4.2. Practice of Laboratory 
Table 1 shows the marks obtained for each student group (which were organized with five or six people) as well 
as the evaluation criteria that were not fulfilled. The mean of marks was 8.18 with a standard deviation of 0.9. These 
marks indicate that students did not find many difficulties for addressing the proposed practice. Despite of this fact, 
it was realized a set of common mistakes that students systematically repeated. 
Table 2 provides the description of evaluation criteria that were repeatedly failed as well as its frequency during 
the experience. On the one hand, the most common error consisted of the wrong integrations of the necessary, new 
Customer class and the remaining of the system during the restructuring stage. It was due to the absence of the 
necessary dependencies with other classes (89.9%) and owing to the absence of associations (40.6%), i.e., the types 
of attributes representing customers were not modified appropriately. On the other hand, lesser extent, compilation 
and source code mistakes were detected (criterion C5), which also affect to the absence of wrong launcher class that 
students had to implement. Additionally, 30.4% of students contextualize in a wrong way some of the reengineering 
stages during the steps made during the practice (criterion C4). 
4.3. Post Evaluation 
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The results retrieved at the end of the experience by means of the post questionnaire showed -in comparison with 
the initial evaluation- 
made a right definition of reengineering, which was an increase of 68%. Furthermore, over 79% of students 
established good relationships between software maintenance and reengineering, which represented an increase of 
62%. 
Table 1. Marks by student groups obtained in the practical exercise 
Group Marks [0-10] Common Mistakes C1 C2 C3 C4 C5 
1 9.0      
2 8.0      
3 9.0      
4 8.0      
5 7.5      
6 8.5      
7 9.0      
8 8.0      
9 9.0      
10 7.5      
11 8.5      
12 7.5      
13 6.0      
14 9.0      
Table 2. Mistakes and their frequencies in the practical exercise 
ID Unsuccessful evaluation criteria Percentage 
C1 The Customer class is not well integrated (loosing associations) 40.6% 
C2 There is a lack of dependencies with the new Customer class 89.9% 
C3 The Launcher class does not work to test the system. 42.0% 
C4 Misleading documentation regarding reengineering stages. 30.4% 
C5 Source code and/or compilation mistakes 7.2% 
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Fig. 2. Distribution of marks obtained in the initial and last evaluation 
Table 3. Comparison of results obtained in practical cases. 
 Mean Difference  Standard Deviation. T-Student Effect Size Significance 
Practical Case I -0.21 0.57 -3.03 -0.75 0.004 
Practical Case II -0.21 0.41 -4.18 -1.03 0.000 
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Additionally, both the pre-questionnaire as the post-questionnaire were qualified with a mark between 0 and 10 
for each student. It was observed that the score obtained from the post-questionnaire was 6.7 on average, while the 
mean of score obtained from the pre-questionnaire was only 1.9. Fig. 2 shows the distribution of marks obtained 
from the two questionnaires. The marks in both cases followed a normal distribution with the mentioned means and 
a standard deviation of 1.9 and 2.6 respectively. These results demonstrate that the proposed reengineering teaching 
experience increased the knowledge about reengineering and software maintenance of students. However, the 
influence of the teaching-learning process was asymmetrical, since the distribution of marks in the post-
questionnaire had a deviation greater than the standard deviation obtained after the initial evaluation. 
Moreover, we evaluated the difference between the results obtained in the two practical case studies proposed in 
case (see Table 4). For both case studies there is a mean difference between the initial and final evaluation with a 
significance degree of 99%. The mean difference is the same in the two case studies (-0.21). The negative difference 
means that the average score obtained from the post-questionnaire is higher than the score at the beginning of the 
experience. In fact, the effect size values demonstrate that the students improved more in the second case study (-
1.03) than in the first one (-0.75). 
4.4. Satisfaction Survey 
At the end of teaching experience, a feedback form was distributed via the corporative Moodle-based system in 
order to obtain 
maintenance and reengineering in the program for future years, over 51% of students indicated that they will include 
both in theory as in practice. Furthermore, over 45% would include software maintenance and reengineering at least 
in practical lessons. Concerning the question to know their satisfaction, which could be assessed on a scale between 
1 and 5, over 60% of students had a high satisfaction (4), 35% a medium satisfaction (3), 2% very high (5). This 
questionnaire also asked for the positive and negative points of this experience. Most students provided as good 
points that: (i) they learned how to reuse code to avoid green-field software developments in every case; and (ii) 
they positively evaluated the knowledge and usage of new reengineering-based tools, especially such tools related to 
the reverse engineering stage as decompilers, which they had never used. Finally, the students almost unanimously 
stated as a negative aspect the lack of time during the practice of laboratory to end the practical exercise as well as 
the bit time dedicated for the explanation of reengineering tools to be used in laboratory. 
5. Conclusions 
Teaching in software engineering must be addressed to enable students to develop their future work in current 
professional environment, which are demanding tasks and skills that are sometimes not covered within current 
academia curriculums. A vast number of software engineers are nowadays working in software maintenance tasks 
by applying software reengineering. Unfortunately, reengineering often receive a bit attention in terms of teaching. 
This paper presents a teaching experience conducted within a subject of a software engineering degree. As a 
result, initial evidences showed: (1) the lack of previous knowledge by students about software maintenance and 
reengineering, and (2) how students can deal with this gap by a practice specifically designed to acquire the 
necessary, basic training about software maintenance and the application of software reengineering. The positive 
results of this pilot experience will be helpful to introduce the special issues related to software maintenance and 
reengineering into the subject of the software engineering degree. 
Among the lessons learned, which could be applied to future repetitions of the teaching experience, we included: 
1. During the development of the practice in the laboratory, the major challenge for students was the introduction 
of new functionalities in the target system. The hardest difficulties were regarding the integration of new 
functionalities into the new systems during the restructuring stage. 
2. One of the most common faults made by students was the confusion of reengineering stages, since students 
did not demonstrate to have a clear comprehension of frontiers between reverse engineering, restructuring and 
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forward engineering. To mitigate this threat, the explanation of reengineering stages may be extended in future 
experiences. 
3. Students identified the lack of time as a handicap to conclude the practical exercise with better results. 
Therefore, new experiences may be carried out with additional time. 
4. Students expressed their approval about the use of new tools like decompilers and other reverse engineering 
applications to generate UML design models. Nevertheless, students indicated the necessity of an in-depth 
explanation of such tools. An additional lesson related to these tools could be included in future teaching 
experiences. 
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