A polynomial time algorithm that determines for a fixed integer § whether or not a© -free graph can be § -colored is presented in this paper. If such a coloring exists, the algorithm will produce a valid § -coloring.
Introduction
Graph coloring is among the most important and applicable graph problems. The -colorability problem is the question of whether or not the vertices of a graph can be colored with one of colors so that no two adjacent vertices are assigned the same color. In general, the -colorability problem is NP-complete [13] . Even for planar graphs with no vertex degree exceeding 4, the problem is NP-complete [6] . However, for other classes of graphs, like perfect graphs [10] , the problem is polynomial-time solvable. For the following special class of perfect graphs, there are efficient polynomial time algorithms for finding optimal colorings: chordal graphs [7] , weakly chordal graphs [11] , and comparability graphs [5] . For more information on perfect graphs, see [1] , [3] , and [9] . , then there exists efficient algorithms to answer the -colorability question (see [3] ). However, for ' 8 2 4 9 @ B A , or C , the complexity of the problem is unknown; for ' E D G F the problem is NP-complete [16] . To handle the unknown cases, a natural first step is to consider what happens if the value of is fixed. Taking this parameterization into account, a snapshot of the known complexities for the -colorability problem of H -free graphs is given in Table 1 (under columns 5 and 6,   I is the exponent given by matrix multiplication that currently satisfies
). From this chart we can see that there is a polynomial algorithm for the 3-colorability of X W -free graphs [15] .
In this paper we focus on -free graphs. Notice that when Y 2 T 3
, the colorability question for -free graphs can be answered in polynomial time (see [16] 
Background and Definitions
In this section we provide the necessary background and definitions used in the rest of the paper. 
Our general approach is to take an instance of a specific coloring problem q for a given graph and replace it with a polynomial number of instances r s r# s rh ! % ! % ! % s uch that the answer to q is "yes" if and only if there is some instance r u t that also answers "yes". . Each of these subproblems can be expressed by a restricted list colouring problem. We now describe the algorithm in detail.
The algorithm is outlined in 3 steps.
Step 2 requires some extra structural analysis and is presented in more detail in the following subsection. , then the fixed sets would be given by:
. For an illustration, see Figure 1 . Note that all the vertices in # c are adjacent to the vertex colored 3 and thus have color lists
. This gives rise to our original restricted list-coloring instance q . Although the illustration in Figure 1 does not show it, it is possible for there to be edges between any two fixed sets.
2. Two vertices are dependent if there is an edge between them and the intersection of their color lists is non-empty. In this step, we remove all dependencies between each pair of fixed sets. This process, detailed in the following subsection, will create a polynomial number of coloring instances
As mentioned, the difficult part is reducing the dependencies between each pair of fixed sets (Step 2).
Removing the Dependencies Between Two Fixed Sets
Let d enote a fixed set of vertices with color list given by j t '
. We partition each such fixed set into dynamic sets H t hat each represents a unique subset of the colors in
and the remaining sets in the partition are empty. However, as we start removing dependencies, these sets will dynamically change. , we ensure that we only need to consider each pair once. Applying this approach, the crux of the reduction process is to remove the dependencies between a pair s . An illustration of these vertices and components is given in Figure 3 
