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Resumo O proliferar de ferramentas criadores de HTML e o uso de
HTML guiado pelo aspecto, tem vindo a arruinar o seu lado concep-
tual. Este problema foi reconhecido e deu origem a va´rios formatos ou
tecnologias com o objectivo de separar o aspecto do conceito.
No entanto a realidade actual mostra uma enorme quantidade de pa´ginas
HTML com pe´ssima leitura conceptual e estrutural, invalidando uma
se´rie de usos poss´ıveis da informac¸a˜o nelas contida.
Nesta comunicac¸a˜o apresenta-se um trabalho (em fase inicial) que pre-
tende fazer engenharia reversa de HTML para permitir aumentar a sua
acessibilidade, a fim de ser usada num browser para invisuais.
1 Introduc¸a˜o
O uso abusivo de HTML para estruturar graficamente a informac¸a˜o tem tornado
grande parte das pa´ginas ileg´ıvel mesmo para pessoas sem deficieˆncia visual.
Embora o World Wide Web Consortium e outras entidades tenham apresentado
va´rias tecnologias para separar o lado conceptual do lado gra´fico das pa´ginas
de Internet (HTML[4] com CSS[3] ou XML[1] com XSL[2]), o seu uso e´ ainda
bastante reduzido.
Em particular, os portais, os jornais e pa´ginas de informac¸a˜o sa˜o das que
mais saturaram o aspecto visual descuidando completamente o lado conceptual.
No entanto, estas pa´ginas sa˜o as que mais interessam ao pu´blico em geral (e em
particular aos invisuais).
O nosso objectivo principal e´ construir um conjunto de ferramentas para
simplificar o co´digo HTML.
Em vez de construir um ferramenta simplificadora de HTML, optou-se por
alargar o domı´nio de uso de uma ferramenta de processamento de XML (o
XML::DT), levando a que o processamento estrutural de XML que ela permite
possa ser aplica´vel ao HTML. Deste modo a criac¸a˜o de ferramentas de simplifi-
cac¸a˜o e processamento de HTML, passa a ser programar XML::DT, permitindo
uma escrita compacta e usufruindo de uma experieˆncia e de uma cultura ja´
existente.
Neste documento, para ale´m de exemplos ligados a acessibilidade, sera˜o ain-
da apresentados alguns exemplos de manipulac¸a˜o geral de HTML, sendo nossa
intenc¸a˜o demonstrar que e´ simples a escrita destes processadores.
As ferramentas aqui apresentadas foram constru´ıdas usando um mo´dulo
Perl de processamento de documentos XML denominado de XML::DT[5]. Es-
te mo´dulo funciona sobre a biblioteca libxml2, equipada com fuzzy-parsing,
pelo que e´ capaz de processar HTML com erros.
2 Introduc¸a˜o ao XML::DT
Este documento vai introduzir o uso do mo´dulo apresentando exemplos progres-
sivamente mais complicados. Todos estes exemplos sera˜o de processamento e
limpeza de documentos HTML. Embora a compreensa˜o total de determinados
exemplos obrigue a conhecimentos da linguagem Perl, e´ perfeitamente poss´ıvel
entender a mensagem deste artigo atrave´s duma compreensa˜o parcial.
Por uma questa˜o de simplificac¸a˜o apenas usaremos as seguintes func¸o˜es do
mo´dulo XML::DT:
– dt – (down-translate) dado um ficheiro (XML ou HTML) e um processador,
faz a travessia e processamento estrutural.
– dturl – idem a partir do url dum documento
– toxml – gera XML.
e das varia´veis globais:
– $q – nome da etiqueta do elemento actualmente em processamento
– $c – conteu´do do elemento actualmente em processamento
– %v – array associativo dos atributos do elemento actualmente em processa-
mento
2.1 Remoc¸a˜o de etiquetas
No primeiro exemplo faz-se a remoc¸a˜o das etiquetas script e a substituic¸a˜o
das etiquetas de imagem pelo seu atributo alt. Este atributo, frequentemente
ignorado, e´ fulcral para permitir a legibilidade a invisuais.
1 #!/usr/bin/perl
2 use XML::DT;
3 %h=( -html => 1,
4 -outputenc => "ISO-8859-1",
5 img => sub{ $v{alt} || "" },
6 script => sub{ "" } );
7 print dt(shift,%h);
A primeira linha, comum a todas as scripts (de qualquer linguagem), indica
qual o interpretador da linguagem a ser usado. No nosso caso, o Perl. A linha
seguinte importa o mo´dulo que vamos usar1.
As quatro linhas seguintes configuram o processador do documento XML. A
primeira opc¸a˜o, denominada por -html instrui o mo´dulo de que deve utilizar o
fuzzy-parsing para ler documentos HTML mal formados. De seguida indicamos
qual a codificac¸a˜o a utilizar na apresentac¸a˜o dos resultados. Segue-se a definic¸a˜o
de duas func¸o˜es para processar as etiquetas em questa˜o (img e script. No caso
desta u´ltima, associamos-lhe uma func¸a˜o que retorna a string vazia (pelo que
esta etiqueta e seu conteu´do e´ removido). No caso da etiqueta img, retornamos
o seu atributo alt, acess´ıvel a partir do array associativo v ou, caso na˜o exista,
a string vazia.
A u´ltima linha imprime o resultado de processar o ficheiro passado como
argumento.
Como se observa, o facto de se poder definir transformac¸o˜es locais (associa-
das a um contexto expec´ıfico) simplifica bastante a acc¸a˜o de transformar HTML.
A`s etiquetas que na˜o associamos uma func¸a˜o de processamento e´ associada au-
tomaticamente a func¸a˜o identidade.
2.2 Remoc¸a˜o de atributos e etiquetas
Uma das coisas que tornam o HTML complexo e´ a utilizac¸a˜o de uma se´rie
infinda´vel de atributos visuais.
No exemplo seguinte va˜o ser removidos atributos que constem de uma lista
de atributos ignora´veis.
1 my @ignore = qw/color width height/;
2 %h = ( -html => 1,
3 -outputenc => ’ISO-8859-1’,
4 -default => sub{
5 for (@ignore) { delete($v{$_}) }
6 toxml
7 });
8 print dt(shift,%h);
Este exemplo mostra o uso da regra -default que e´ executada para todas
as etiquetas que na˜o teˆm func¸a˜o de processamento especificada. Mostra tambe´m
a func¸a˜o toxml que de acordo com o nome da etiqueta em causa $q, do array
associativo de atributos %v e do conteu´do da etiqueta $c, reconstro´i o texto XML.
Note-se que depois de apagar determinados atributos estes deixam de existir e
portanto na˜o aparecem na reconstruc¸a˜o do texto.
Embora funcione, este exemplo e´ bastante simplicista. Na verdade, o que
vamos querer e´ remover determinadas etiquetas (como as script), determinados
atributos (como o color) e alguns atributos para determinados elementos.
1 nos exemplos seguintes omitiremos essas linhas para simplificar.
1 my %ignore_tag = (script => 1);
2 my %ignore_atts => ( -default => [’color’,’width’,’height’],
3 a => [’onmouseover’, ’onmouseclick’] );
4 %h = ( -html => 1,
5 -outputenc => ’ISO-8859-1’,
6 -default => sub{
7 my @atts_to_remove = ();
8 return "" if $ignore_tag{$q};
9 if (exists($ignore_atts{$q}))
10 { @atts_to_remove = @{$ignore_atts{$q} }
11 else
12 { @atts_to_remove = @{$ignore_atts{-default}} }
13 for (@atts_to_remove) { delete($v{$_}) }
14 toxml
15 });
16 print dt(shift,%h);
Descric¸a˜o do programa:
linha 1: definimos um array associativo em que as chaves sa˜o as etiquetas a remover
— usar um array associativo em vez de um simples array torna a consulta mais
ra´pida;
linha 2-3: definimos tambe´m um array que associa a cada etiqueta uma lista de
atributos a remover. A chave -default corresponde aos atributos a remover por
omissa˜o;
linha 7: na primeira linha da func¸a˜o de processamento de todas as etiquetas definimos
um array local dos atributos a remover;
linha 8: se a etiqueta em causa (acess´ıvel na varia´vel $q) e´ para remover, retornar a
string vazia;
linha 9-12: verificar se existe uma regra espec´ıfica de atributos a remover para a
etiqueta em causa. Se na˜o existir, usar a regra por omissa˜o;
linha 13-14: semelhante ao exemplo anterior, apaga os atributos em causa e retorna
o texto XML correspondente;
2.3 Tratamento de frames e iframes
A tecnologia de frames e´ das que levantam complicac¸o˜es em relac¸a˜o a` forma
como devem ser tratadas para que um invisual consiga perceber minimamente
o conteu´do do site em questa˜o.
Nesta subsecc¸a˜o vamos apresentar um exemplo (simplicista) que se baseia
em:
– todas as frames va˜o ser concatenadas da esquerda para a direita e de cima
para baixo;
– as iframes va˜o ser inclu´ıdas directamente no local onde aparecem no docu-
mento;
– estas incluso˜es devem ser processadas recursivamente.
1 use LWP::Simple;
2 %h = ( -html => 1,
3 -outputenc => ’ISO-8859-1’,
4 frameset => sub { "$c" },
5 frame => sub { dturl($v{src}, %h) },
6 iframe => sub { dturl($v{src}, %h) },
7 noframes => sub { "" } );
8 print dt(shift,%h);
Descric¸a˜o do programa:
linha 1: precisamos de um novo mo´dulo Perl para fazer download de pa´ginas;
linha 4: as etiquetas frameset desaparecem, mantendo o seu conteu´do;
linha 5,6: para cada um dos tipos de frames, chamar uma func¸a˜o que processe o URL
do atributo src;
linha 7: por fim, remover a etiqueta noframes, desnecessa´ria para o exemplo em
questa˜o, visto que iria introduzir redundaˆncia ao documento (e tambe´m porque
nunca e´ usada da forma correcta);
2.4 Extracc¸a˜o de sub-tabelas
Em muitas pa´ginas que sa˜o constitu´ıdas por tabelas, ha´ utilidade em extrair
partes, por exemplo em extrair o corpo central, ou uma sub-tabela que seja o
ı´ndice.
No pro´ximo exemplo apresenta-se um programa que quando usado sem ar-
gumentos constro´i uma pa´gina HTML com a lista de todas as tabelas existentes
(e respectivos identificadores); quando invocado com um um identificador de
tabela, constro´i um pa´gina HTML contendo apenas essa tabela.
Os identificadores de tabela usados esta˜o a ser constitu´ıdos por um nume-
rac¸a˜o composta de acordo com a hierarquia das tabelas. Exemplo: 1.1.3 – 3a
tabela contida na 1a tabela da 1a tabela. Este tipo de identificador e´ mais esta´vel
a`s mudanc¸as locais.
1 my $file= shift or die("usage tabela file.html [tableid]\n");
2 my $tn=shift;
3 %h1=(-html => 1,
4 -outputenc => ’ISO-8859-1’,
5 -begin => sub{ print "<html><body>" },
6 -end => sub{ print "</body></html>" },
7 table => sub{ print "\n<h1>Tab. ",ntb()."</h1>\n",toxml();
8 toxml() });
9 %h2=(-html => 1,
10 -outputenc => ’ISO-8859-1’,
11 table => sub{
12 if($tn eq ntb()){
13 print "<html><boby>",toxml(),"</body></html>"; exit; }
14 else {toxml()} });
15 if($tn){ dt($file,%h2);} ## extrai a tabela $tn
16 else { dt($file,%h1);} ## constro´i uma pa´g. com a lista das tabelas
17 sub ntb{
18 my $l=$dtcontextcount{table};
19 for (0..$l-1){$na[$_] ||= 1 ; }
20 @na = (@na[0..$l-2], $na[$l-1]+1);
21 join(".", (@na[(0..$l-2)],$na[$l-1]-1));
22 }
Descric¸a˜o do programa:
linha 2-7: Definic¸a˜o do processador para a situac¸a˜o em que na˜o e´ dado o identificador
de tabela pretendido.
linha 4: Co´digo executado no ı´nicio do processamento.
linha 5: Co´digo executado no fim do processamento.
linha 6-7: func¸a˜o de processamento de tabela: imprimir um cabec¸alho com o identi-
ficador da tabela seguido da tabela (efeito lateral) e devolve o texto da tabela.
linha 8-13: Processador para a situac¸a˜o em que e´ dado o identificador de tabela a
extrair.
linha 10-13: func¸a˜o de processamento de tabela: se o identificador de tabela e´ o pre-
tendido, imprime a tabela (efeito lateral) e sai.
linha 14-15: Conforme ha´ ou na˜o identificador de tabela, invoca o processador pre-
tendido.
linha 16-23: Ignorar! (Define a func¸a˜o que calcula o identificar da tabela corrente.
Esta script pode ser usada do seguinte modo
1 tabelas publico.html > listaDeTab.html
para a construc¸a˜o da lista das tabelas encontradas, permitindo observar qual ou
quais as que mais interessem ao fim em vista. Para extrair uma tabela estec´ıfica,
usaremos:
1 tabelas publico.html 1.3 > tabela.html
3 XML::DT com XPath
Depois de muito se ter usado o mo´dulo XML::DT verificou-se que algum do co´digo
escrito em muitos dos processadores constru´ıdos podiam ser simplificados com
a utilizac¸a˜o do XPath. Com esse objectivo foi desenvolvida uma func¸a˜o de pro-
cessamento espec´ıfica para aceitar (um subconjunto de) predicados XPath.
Esta nova func¸a˜o (pathdt) faz uma ana´lise dos predicados em questa˜o e gera
o co´digo necessa´rio para que a func¸a˜o gene´rica do XML::DT realize as transfor-
mac¸o˜es especificadas.
3.1 Criac¸a˜o de ı´ndices
A` semelhanc¸a do que acontece com quem veˆ, a leitura de uma pa´gina por parte
de um invisual na˜o e´ normalmente uma leitura de sequencial. A pa´gina deve ser
trabalhada e seccionada, associando um t´ıtulo a cada uma destas secc¸o˜es. Estes
t´ıtulos e´ que sera˜o lidos sequencialmente, permitindo ao ouvinte escolher que
secc¸o˜es quer ler.
O exemplo sequinte tem como objectivo processar um documento HTML e
colocar o seu ı´ndice no seu in´ıcio;
1 my @index = ();
2 my $i=0;
3 %h = ( -html => 1,
4 -outputenc => ’ISO-8859-1’,
5 ’h1|h2|h3’ => sub{
6 $index[$i] = toxml;
7 $c = toxml("a",{name=>"a$i"},$c);
8 $i++;
9 toxml; },
10 body => sub{
11 my $index = "";
12 my $j = 0;
13 for (@index) {
14 $index.="<a href=’a$j’>$_</a>"; $j++
15 }
16 $c = "$index $c";
17 toxml;
18 }
19 );
20 print pathdt(shift, %h);
Embora este exemplo seja um pouco na¨ıve, demonstra a utilidade do XPath
para determinadas situac¸o˜es, bem como a importaˆncia de ferramentas deste
ge´nero.
Descric¸a˜o do programa:
linha 1,2: inicializar uma lista com as entradas do ı´ndice, e inicializar o contador de
entradas;
linha 5: utilizar um predicado XPath para associar uma func¸a˜o a`s etiquetas h1, h2 e
h3;
linha 6: guardar no ı´ndice o t´ıtulo (e respectiva etiqueta de heading) na lista de
entradas do ı´ndice;
linha 7-9 : colocar uma aˆncora de destino no t´ıtulo;
linha 11-16: construir o ı´ndice e coloca´-lo no in´ıcio do documento;
3.2 Secc¸o˜es por font
E´ habitual nos tempos que correm, determinadas ferramentas geradoras de
HTML (como o Microsoft Word) produzirem HTML em que os t´ıtulos na˜o sa˜o
nada mais do que uma etiqueta font a definir determinado tamanho.
Podemos tentar fazer engenharia reversa com o seguinte co´digo:
1 %h = ( -html => 1,
2 -outputenc => ’ISO-8859-1’,
3 "//font[@size&gt;’4’]" => sub { $q = ’h1’; toxml },
4 "//font[@size=’4’]" => sub { $q = ’h2’; toxml },
5 "//font[@size=’3’]" => sub { $q = ’h3’; toxml },
6 "//font[@size=’2’]" => sub { $c },
7 "//font[@size=’1’]" => sub { $q = ’small’; toxml },
8 );
9 print dt(shift, %h);
Este co´digo, fortemente baseado em predicados XPath, associa func¸o˜es diferentes
a`s etiquetas font dependendo do valor do seu atributo size (que segundo a
especificac¸a˜o, varia entra 1 e 7). Embora em Perl na˜o fosse necessa´rio utilizar a
entidade “&gt;” para representar o sinal, optou-se por manter coereˆncia com a
especificac¸a˜o do XPath.
4 XML::DT Tipado
O XML::DT pode associar tipos elementos XML, permitindo que seja automati-
camente constru´ıda uma representac¸a˜o perl de ficheiro XML (ou de partes dele.
Considere-se o seguinte documento XML:
1 <a>
2 <b>1</b>
3 <b>2</b>
4 <b>3</b>
5 <b>4</b>
6 </a>
Por omissa˜o a func¸a˜o de processamento de cada elemento recebe uma string com
o resultado de processar os filhos. Se associarmos o tipo SEQ ao elemento “a”, a
func¸a˜o que o processa passa a receber a lista [1,2,3,4]2 como argumento (em
$c).
Os tipos suportados de base pelo XML::DT sa˜o:
STR e´ o tipo por omissa˜o e concatena todos os valores retornados pelos seu
sub-elementos, o que implica que os seus sub-elementos devem retornar uma
string;
SEQ constro´i uma lista (array) com o conteu´do dos sub-elementos. Isto significa
que os atributos sa˜o ignorados (ou devem ser processados no sub-elemento).
Retorna a refereˆncia para a lista.
SEQH constro´i uma lista de arrays associativos com todos os seus sub-elementos.
Cada elemento da lista e´ um array associativo que associa:
2 Em perl esta lista e´ uma refereˆncia.
-q ao nome do elemento;
-c ao seu conteu´do;
at1 ao valor do atributo at1 (para cada atributo existente);
MAP cria um array associativo com os sub-elementos; as chaves sa˜o os nomes
dos sub-elementos e os valores os seus conteu´dos. Os atributos sa˜o ignorados
(devem ser processados nos sub-elementos);
MULTIMAP cria um array associativo de listas; as chaves sa˜o os nomes dos
sub-elementos e os valores sa˜o listas com os conteu´dos dos va´rios elementos
com o mesmo nome. Os atributos sa˜o ignorados.
MMAPON e´ escrito como MMAPON(lista-de-elementos), e cria um array
associativo com os sub-elementos. As chaves sa˜o os nomes dos sub-elementos
e os valores os seus conteu´dos. Os atributos sa˜o ignorados. Para todos os
elementos contidos na lista de elementos, e´ criado uma lista com os seus
conteu´dos;
XML retorna uma refereˆncia para um array associativo com:
-q ao nome do elemento;
-c ao seu conteu´do;
at1 ao valor do atributo at1 (para cada atributo existente);
ZERO na˜o processa os sub-elementos. Retorna ;
4.1 HTML com design por Tabelas
Nas pa´ginas HTML aparece frequentemento o uso de tabelas para compor gra´ficamente
pedac¸os HTML. Esse sistema complica o seu uso em ambientes na˜o gra´ficos.
No pro´ximo exemplo cada tabela esta´ a ser analisada e transformado de
acordo como as suas dimenso˜es, seguindo a eur´ıstica que a seguir se descreve:
– tabelas 1× 1 — da˜o origem a um t´ıtulo (h1);
– tabelas 1× n — da˜o origem a uma lista (ul);
– tabelas 2× n — da˜o origem a uma lista descritiva (dl) se a opc¸a˜o mapping
as dl tiver sido selecionada;
– tabelas n× n — sa˜o mantidas como tabelas;
Para que o ca´lculo das dimenso˜es da tabela fosse fa´cil, estamos a associar
tipos a algumas etiquetas:
– cada table veˆ os seus filhos como uma sequeˆncia (de tr)
– cada tr veˆ os seus filhos como uma sequeˆncia (de td)
Deste modo o tipo associado e´ estruturado e pode ser facilmente usado para
determinar o nu´mero de linhas e colunas.
1 use CGI qw(:all) ;
2 our ($mapping_as_dl);
3 my $filename = shift;
4 %h=( -html => 1,
5 -outputenc => ’ISO-8859-1’,
6 -type => { table => "SEQH",
7 tr => "SEQH",
8 },
9 tr => sub{ $c},
10 td => sub{ $c},
11 table => sub{
12 my ($li,$co)=dimTabela($c);
13 print STDERR "Debug Tabela($li,$co)";
14 if($li == 1 && $co == 1){ h1($c->[0]{-c}[0]{-c}) }
15 elsif($co == 1) { ul(li([map {$_->{-c}[0]{-c}} @$c])) }
16 elsif($li == 1) { ol(li([map {$_->{-c}} @{$c->[0]{-c}}])) }
17 else {
18 if($co==2 && $mapping_as_dl){
19 dl(map {CGI::dt($_->{-c}[0]{-c}).dd($_->{-c}[1]{-c}) } @$c) }
20 else { toxml()}}
21 },
22 );
23 print dt($filename,%h);
24 sub dimTabela{
25 my $t=shift;
26 my $nrows = @$t;
27 my $ncolumns = (sort map { scalar(@{$_->{-c}}) } @$t)[-1];
28 ($nrows,$ncolumns);
29 }
Descric¸a˜o do programa:
linha 1: Esta´ a ser usado o mo´dulo perl para gerar HTML (permitindo o uso de
func¸o˜es com nome igual a`s va´rias etiquetas HTML como h1, ul, li, dl, etc)
linha 2: Declara-se uma opc¸a˜o de linha de comando.
linha 6 a 7: definic¸a˜o de tipos e modo de processamento de table e tr. Esta definic¸a˜o
leva a que o $c correspondente seja uma lista de listas que e´ processada na entrada
table e na func¸a˜o dimTabela.
linha 11 a 21: Processamento de tabelas...
linha 12: determinac¸a˜o das dimenso˜es da tabela
linha 14: ... tabela 1× 1 – faz um cabec¸alho
linha 15: ... tabela 1× n – faz uma unorded list
linha 16: ... tabela n× 1 – faz uma orded list
linha 18: ... tabela 2× n – faz uma description list
linha 19: ... tabela n× n
linha 20: Apesar de $c ser uma lista de listas, a func¸a˜o toxml sabe reconstituir o
XML (HTML) original.
linha 24 a 29: Func¸a˜o determinadora das dimenso˜es da tabela. Ignorar os detalhes
(esta´ a ser usado perl avanc¸ado...)
Considere-se o seguinte documento HTML:
1 <body>
2 <table width="100%" bgcolor="red" border="1">
3 <tr> <td> Um estranho tı´tulo (table 1 x 1) </td> </tr>
4 </table>
5 <p>Seguidamente uma tabela normal (2 x 3)</p>
6 <table border="1">
7 <tr> <td> Tomates </td> <td> Vermelhos </td> </tr>
8 <tr> <td> Couves </td> <td> Verdes </td> </tr>
9 <tr> <td> Pencas </td> <td> Amarelas </td> </tr>
10 </table>
11 <p>Seguidamente uma tabela com uma coluna</p>
12 <table border="1">
13 <tr> <td> Sopa </td> </tr>
14 <tr> <td> ovos estrelados </td> </tr>
15 <tr> <td> Pudim </td> </tr>
16 </table>
17 </body>
Na figura 1 mostra-se o resultado de visualizar a pa´gina depois de processada
(com a opc¸a˜o -mapping_as_dl) e apresenta-se tambe´m o aspecto inicial.
Figura 1. Exemplo de tabelas
5 Concluso˜es e trabalho futuro
Os exemplos aqui apresentados sa˜o propositadamente pequenos e simplicistas
mas acreditamos que demonstram as potencialidades da abordagem. Todos es-
tes exemplos tera˜o de cooperar numa mesma ferramenta para que seja poss´ıvel
processar pa´ginas obtendo resultados realmente interessantes.
O objectivo desta ferramenta e´ ser inclu´ıda num servic¸o de Proxy para brow-
sers de invisuais que torne uma pa´gina HTML complicada numa mais simples
de ler por um sintetizador de voz, e para situac¸o˜es em que a acessibilidade seja
cr´ıtica.
Esta´ a decorrer tambe´m um conjunto de testes que usam esta abordagem
num leque mais vasto de problemas ligados a processamento de HTML, incluindo
web-mining.
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