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Abstrakt 
Tato práce se zabývá problematikou zabezpečení bezdrátových sítí, současnými možnostmi ochrany 
těchto sítí a implementaci nástroje na jejich testování. Pojednává také o využití technologie nVidia 
CUDA k akceleraci paralelních úloh. V práci jsou popsané výhody použití téhle technologie jako i 
nárůst výkonu v porovnání s řešením využívajícím klasického procesoru. Nakonec jsou popsané 
výsledky nástroje nasazeného na reálné bezdrátové sítě. 
 
 
 
Abstract 
This thesis is referring to the problems of securing a wireless network, to the possibilities of 
defending these networks and the implementation of the tool to test them. It discusses the usage of the 
nVidia CUDA technology to accelerate parallel tasks. The advantages of using this technology as 
well as the rise of performance compared to the results of a classic processor can also be viewed.  The 
conclusions of the tool used on a real wireless network are reviewed in the end. 
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1 Úvod 
Témou tejto bakalárskej práce je bezpečnosť bezdrôtových sietí. Cieľom práce bolo vytvoriť testovací 
nástroj slúžiaci na overenie dostatočného zabezpečenia danej siete. Výsledný nástroj je schopný zistiť 
prítomnosť siete, správne nastaviť sieťovú kartu a následne odchytávať komunikáciu. Jeho úlohou je 
pokúsiť sa s využitím technológie nVidia CUDA uhádnuť heslo hrubou silou. Program umožňuje 
generovanie hesiel aj z priloženého súboru obsahujúceho zoznam potenciálnych možností.  
1.1 Motivácia 
 
Bezdrôtové pripojenie a teda zároveň bezdrôtové siete sú v dnešnej dobe čoraz bežnejšie 
a rozšírenejšie. Je to teda, logicky, veľmi pohodlný spôsob ako pripojiť do siete svoj počítač alebo 
zdieľať rôzne dáta bez obmedzenia pri budovaní týchto sietí. Pri použití bezdrôtového pripojenia 
odpadá dôvod riešiť možnosť či nemožnosť inštalovania klasickej drôtovej siete. Fakt, že prakticky 
každý dnes predávaný notebook obsahuje Wi-Fi kartu, nám dáva výhodnú alternatívu 
z ekonomického hľadiska pre zhotovenie a používanie bezdrôtovej siete. S tým je spojená 
neodmysliteľná potreba si chrániť takto vytvorenú sieť a to aj preto, že bezdrôtové pripojenie 
pomocou štandardu Wi-Fi alebo protokolu 802.11 je principiálne realizované ako všesmerové rádiové 
vysielanie. Tieto rádiové vlny môže zachytiť s pomocou vhodného vybavenia prakticky ktokoľvek. 
Preto je dôležité mať sieť zabezpečenú pomocou bezpečnostného mechanizmu. Mnohí správcovia 
sietí, respektíve prevádzkovatelia domácich bezdrôtových sietí, svoje siete buď nezabezpečujú vôbec, 
alebo ich zabezpečujú nedostatočne. Preto je v dnešnej dobe vhodné vytvoriť nástroj, ktorý je 
schopný otestovať správnosť zvoleného typu zabezpečenia a zároveň silu hesla.   
1.2 Obsah technickej správy 
 
V úvode práce sa nachádza popis štandardu IEEE 802.11 a ďalších novších verzií. Stručne popisuje 
jeho vlastnosti a princípy fungovania, čo je dôležité pre pochopenie celkovej problematiky 
bezpečnosti Wi-Fi sietí.  
Tretia kapitola sa zaoberá konkrétnymi možnosťami zabezpečenia tohto štandardu, obsahuje 
rozbor mechanizmov, ktorými je možné bezdrôtovú sieť chrániť. Keďže cieľom testovacieho nástroja 
je uhádnutie hesla pri zabezpečení WPA, témou štvrtej kapitoly je práve tento mechanizmus a všetky 
jeho súčasti v podrobnom rozbore. Nasleduje kapitola ktorá popisuje konkrétne kroky a činnosti 
potrebné pri útoku na testovanú Wi-Fi sieť.  
Druhý väčší celok pojednáva o samotnom návrhu, implementácii a testovaní programu. Záver 
zhodnocuje dosiahnuté výsledky a uvádza obmedzenia a možné budúce rozšírenia súčasnej 
implementácie. 
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2 IEEE 802.11 
 
Štandard IEEE 802.11 je viac známy pod označením Wi-Fi. Bol prijatý v roku 1997 ako protokol pre 
sieťovú komunikáciu, ktorý pracuje na prvej a druhej vrstve ISO/OSI modelu. V nasledujúcich 
rokoch boli na jeho základe prijaté ďalšie štandardy z rodiny 802.11x, ktoré hlavne zdokonaľovali, 
rozširovali a dopĺňali pôvodnú špecifikáciu. Protokol definuje najmä fyzickú adresáciu sieťových 
prvkov, prenosové rýchlosti, formát dátových rámcov, frekvenčné pásma a riešenie kolízii pri 
prenose.  Prenos dát je uskutočňovaný ako elektromagnetické vlnenie na voľnom frekvenčnom pásme 
2,4 GHz, prípadne v pasme 5 GHz. Pôvodný návrh definoval prenosovú rýchlosť do 2 Mbs. Prenos je 
bezdrôtový a teda sila signálu je závislá na množstve a type prekážok nachádzajúcich sa medzi 
vysielačom a prijímačom. To znamená, že množstvo a typ prekážok ovplyvňujú stratu signálu a 
následne zníženie rýchlosti. V praxi sú preto prenosové rýchlosti približne polovične ako oficiálne 
rýchlosti. Tie môžu byt’ dosiahnuté len za ideálnych podmienok, ako je priama viditeľnosť a žiadne 
kolízie na zdieľanom médiu.[2] 
 V rozmedzí niekoľkých rokov boli vypracované a do praxe zavedené ďalšie štandardy, ktoré 
predovšetkým zvyšujú prenosovú rýchlosť. Medzi ne patria 802.11a, 802.11b a 802.11g. V ďalšej 
časti popíšem ich základné vlastnosti, ktoré sú zhrnuté v nasledujúcej tabuľke. [1] 
 
 
Protokol Rok uvedenia Frekvencia Modulačná rých. Prenosová rých. 
802.11 1997 2.4 GHz 2 Mbps 1 Mbps 
802.11a 1999 5.15-5.875 GHz 54 Mbps 25 Mbps 
802.11b 1999 2.4 GHz 11 Mbps 6.5 Mbps 
802.11g 2003 2.4 GHz 54 Mbps 25 Mbps 
802.11n 2008 2.4 alebo 5 GHz 540 Mbps 200 Mbps 
 
 
 
 
2.1 802.11 
 
Tento protokol, nazývaný aj Wi-Fi štandard, prvý krát definoval bezdrôtový prenos. Definoval dve 
prenosové rýchlosti 1Mbs a 2 Mb, ktoré využívali prenos pomocou infračerveného svetla ako aj 
elektromagnetické vlny na frekvencii 2.4 Ghz. Aj keď IR signály sú stále súčasťou štandardu, už sa 
nepoužívajú. Štandard zahŕňa aj mechanizmus na riešenie kolízii, keďže vzduch (el.- magnetické 
vlny) sú vo svojej podstate zdieľaným médiom,  je potrebné problém kolízii riešiť. Použitou metódou 
je CSMA/CA - Carrier Sense Multiple Access / Collision Avoidance. Táto metóda umožňuje na 
rozdiel od CSMA/CD, používanej na Ethernete, kolíziám predchádzať za účelom zvýšenia 
spoľahlivosti pri prenose údajov cez rôzne heterogénne a znečistené prostredia. Táto prvotná verzia 
nebola masovo rozšírená, aj keď bola implementovaná v zariadeniach od viacerých výrobcov.[3] 
 
 
 
Tabuľka 1: Prehľad vlastností štandardov  
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2.2 Rodina štandardov 802.11x 
 
802.11a: Štandard 802.11a bol ratifikovaný v roku 1999. Používa rovnaké protokolové jadro ako 
pôvodná verzia a medzi hlavné odlišnosti patrí presun operovania do pásma 5 Ghz. Výhodou je 
navýšenie prenosovej rýchlosti na teoretické maximum 54 Mbs, reálne sa ale pohybuje  okolo 
približnej hodnoty 25 Mbs. Rýchlosť môže byt’ v prípade potreby znížená na hodnotu 48, 64, 24, 12, 
9 alebo 6 Mbs. Nevýhodou je menší dosah vysielaného signálu pri rovnakej sile a preto nie je táto 
verzia široko nasadzovaná a rozšírená. [4] 
 
802.11b: V roku 1999 bol schválený tento doplnok k štandardu 802.11. Ako maximálna priepustnosť 
bol definovaný údaj 11 Mbs. Rovnako ako v pôvodnom štandarde využíva prístup CSMA/CA. Vďaka 
hlavičke protokolu CSMA/CA však umožňoval  použitím  TCP rámca maximálnu priepustnosť 5.9 
Mbs a použitím UDP rámca až 7.1 Mbs. 802.11b je väčšinou využívaný v point-to-point sieťových 
topológiách a štandardný rozsah v interiéroch je 30 metrov pri rýchlosti 11 Mbs a 90 metrov pri 1 
Mbs. Karty podporujúce tento protokol dokážu využitím adaptívnej selekcie rýchlosti operovať 
s rýchlosťami 11, 5.5, 2.2 a 1 Mbs v prípade zhoršenej kvality signálu. [1][5] 
 
802.11g: Je to v poradí tretí doplnok pôvodného štandardu, ktorý predlžuje priepustnosť až na 54 
Mbs a používa rovnaké pásmo 2.4 Ghz ako predchádzajúca modifikácia . Zariadenia sú spätne 
kompatibilné so zariadeniami využívajúce 802.11b a pri spolupráci s nimi sa prepne na jednu 
z rýchlostí 11, 5.5 alebo 1 Mbs. Rýchlosť sa reálne pohybuje okolo 19 Mbs avšak maximálna 
prenosová rýchlosť je silno závislá na malých vzdialenostiach a priamej viditeľnosti. [6] 
 
802.11n: Návrh na tento štandard bol predložený v roku 1994. Až v roku 1996 vznikla tzv. Draft 
verzia, ktorá ale nebola organizáciou IEEE schválená. Bola tak vrátená na ďalšie spracovanie 
a úpravy a vzniká finálna verzia, ktorá špecifikuje prenosovú rýchlosť až 540 Mbs a v  reálnom 
nasadení sa tak počíta s pásmom približne 200 Mbs. To je približne 10 krát viac než verzia 802.11a 
alebo 802.11g. V otvorenom priestore je možné sa pripojiť zo vzdialenosti približne 250 metrov, 
v uzavretom priestore je to necelých 100 metrov. Schválenie finálnej podoby štandardu prebehlo až 
v roku 2009.   
2.3 Doplňujúce štandardy 
 
Medzi všetky štandardy rodiny 802.11x patrí aj množstvo ďalších, ktoré buď doplňujú alebo rozširujú 
funkčnosť už spomenutých protokolov. Väčšinou pojednávajú o bezpečnosti alebo o zabezpečovaní 
kvality služieb. Medzi ne napríklad patrí: 
 
- 802.11e – Quality of Service 
- 802.11i – Enhanced security 
- 802.11j – Japan extensions 
 
Existuje ešte množstvo iných štandardov, ktoré sú ale momentálne v štádiu schvaľovania. 
V nasledujúcich kapitolách bude pojednávané o možnostiach zabezpečenia bezdrôtových sietí 
a nechýba ani podrobný popis súčasti a fungovania bezpečnostného mechanizmu WPA-PSK. 
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3 Zabezpečenie IEEE 802.11 
 
Existuje veľa bezpečnostných mechanizmov ktorými je možné ochrániť Wi-Fi sieť, nakoľko je 
celkovo oblasť bezpečnosti veľmi rozsiahla. V týchto kapitolách budú uvedené všetky možnosti, a ich 
bližší popis, ktoré sú momentálne k dispozícií. 
 
3.1 WEP (Wired Equivalent Privacy) 
 
Patrí medzi pôvodné zabezpečenie Wi-Fi siete a od roku 1999 je súčasťou IEEE 802.11. Keďže sa 
všetky informácie v bezdrôtových sieťach prenášajú vzduchom, je ľahké ich odpočúvať, a cieľom 
WEP bolo zabezpečiť rovnakú ochranu ako bola pri drôtových sieťach. WEP používa symetrickú 
streamovanú šifru RC4 pre utajenie informácii a CRC-32 kontrolný súčet na zabezpečenie integrity. 
Princípom pri RC4 je, že sa odosielaná správa šifruje podľa nejakého kľúča (obvykle slova alebo 
nejakej sekvencie znakov), na cieľovom bode sa táto správa pomocou kľúča dešifruje. Takzvaný 
64bitový WEP používa 40bitový kľúč, ku ktorému je pripojený 24bitový inicializačný vektor a 
dohromady tak tvorí 64bitový RC4 kľúč. 128bitový WEP používa 104 bitový kľúč, ku ktorému je 
pripojený 24bitový inicializačný vektor a dohromady tak tvorí 128bitový RC4 kľúč. V súčasnosti sa 
používa hlavne 128bitový až 256bitový WEP. Výhodou dlhého kľúča je väčšia odolnosť na nabúranie 
sa do siete. Pre šifrovanie kľúča sa v skutočnosti nepoužíva dĺžka bitov, ktorá je uvedená na obale od 
zariadenia ale na inicializačný vektor ostáva až 24bitov.[1]  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Tento typ kódovania je už považovaný za zastaraný. Toho dôkazom je zistenie skupiny z FBI v 
roku 2005, ktorá uskutočnila ukážku ako sa dá prelomiť WEP ochrana pomocou verejne dostupných 
nástrojov za 3 minúty. Aj keď WEP ochrana je lepšia ako žiadna, všeobecne nie je tak zaistená ako 
viac prepracovaná WPA-PSK. 
Obrázok 1: RC4 algoritmus  
Zdroj: http://edipermadi.files.wordpress.com/2009/01/rc4-core.png  
[cit. 2011-28-04]  
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3.2 WPA (Wi-Fi Protected Access) 
 
Jedná sa o softvérové - firmvérové vylepšenie WEP. Pretože sa jedná len o zmenu firmvéru, všetky 
bežné WLAN zariadenia pracujúce s WEP môžu byť jednoducho aktualizované, čo znamená, že nie 
je potrebné kupovať nové zariadenia. WPA bolo vytvorené Wi-Fi Alliance a ako šifrovací algoritmus 
bol z dôvodu spätnej kompatibility použitý RC4. Na rozdiel od WEP je ale použitý šifrovací kľúč o 
dĺžke 128 bitov, ktorý je zložený s inicializačného vektoru o dĺžke 48 bitov a tajného kľúča o dĺžke 
80 bitov. Tajný kľúč sa mení a je rôzny pre každý zaslaný paket. Názov pre schému takéhoto 
šifrovania sa nazýva TKIP,  čo znamená ”Temporal Key Integrity Protocol”. Pravidelná zmena 
verejného kľúča a použitie dlhšieho IV zabezpečuje ochranu pred útokom „FMS Attack“ ktorý je 
možné previesť proti zabezpečeniu WEP. Začiatok ustáleného spojenia medzi klientom a AP prebieha 
tak, že si za pomoci autentizačného protokolu vymenia tzv. session keys. Tieto kľúče sú platné po 
dobu celého spojenia, avšak sa nepoužijú priamo na šifrovanie ani integritu.  
Z týchto kľúčov sedenia sa pre každý paket generujú tzv. ”pairwise temporal keys”. Používajú 
sa dva druhy takýchto dočasných kľúčov: pre unicast komunikáciu a pre multicast a broadcast 
komunikáciu. ”pairwise temporal key” pre každý druh komunikácie obsahuje okrem iného aj kľúč, 
ktorý sa používa na vypočítanie hash hodnoty, plus kľúč ktorým sa šifruje aktuálny rámec. Významná 
časť ktorá pribudla je možnosť autentizácie užívateľov. Práve na základe tejto autentizácie sú potom 
zariadeniam dynamicky priraďované a generované kľúče. WPA poskytuje dve schémy autentizácie, 
a to PSK mode a Enterprise mode.[7] 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Obrázok 2: WPA šifrovanie 
Zdroj: http://technet.microsoft.com/en-us/library/bb878126.aspx  
[cit. 2011-28-04] 
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Pred začatím procesu šifrovania je potrebné mať dostupné tieto informácie: 
 
- IV (inicializačný vektor), ktorý začína na nule a inkrementuje sa pri každom nasledujúcom 
rámci (frame) 
- Šifrovací kľúč pre dáta (unicast prevádzka) alebo šifrovací kľúč pre skupiny (multicast alebo 
broadcast prevádzka) 
- DA (destination address) a SA (source address) bezdrôtového rámca 
- Hodnotu poľa Priority, ktorá je nastavená na nulu a je určená pre budúce využitie 
- Integritný kľúč pre dáta (unicast prevádzka) alebo integritný kľúč pre skupiny (multicast 
alebo broadcast prevádzka) 
 
Samotný proces šifrovania pre unicast dátový rámec prebieha v týchto bodoch: 
 
1. Inicializačný vektor (IV) DA a šifrovací kľúč pre dáta sú vstupom do WPA key mixing 
funkcie, ktorá vyráta šifrovací kľúč pre každý paket 
2. Ako vstup do Michaelovho algoritmu pre dátovú integritu slúžia DA, SA, Priority, dáta, 
a dátový integritný kľúč, výstupom je MIC (message integrity code) 
3. ICV (integrity check value) je vyrátaná z CRC-32 kontrolného súčtu 
4. IV a šifrovací kľúč pre daný paket sú vstupom do RC4 PRNG (pseudo random number 
generator) funkcie a produkuje prúd kľúčov ktorý je rovnakej veľkosti ako data, MIC a ICV 
5. Prúd kľúčov je XORovaný s kombináciou dát, MIC a ICV aby vyprodukoval šifrovanú časť 
802.11 
6. Do danej šifrovanej časti sa pridáva na miesto IV a Extended IV inicializačný vektor 
a výsledok je zabalený do 802.11 hlavičky  
 
3.3 PSK mód 
 
 Označenie PSK sa používa pre režim s pred zdieľaným heslom. Je navrhnutý pre siete 
v domácnostiach a malých kanceláriách. Autentizácia prebieha zadaním 8 až 63 znakového hesla. 
Heslo musí byť uložené na všetkých prístupových bodoch Wi-Fi. Bezpečnosť zvyšuje použitím 
funkcie PBKDF2 pre odvodzovanie kľúčov. Je veľmi dôležité v tomto móde dbať na to, aby heslo 
bolo dostatočne komplexné, pretože na jeho základe sa šifruje komunikácia. 
 
3.4 Enterprise mód 
 
Vo firmách, kde je požadovaná autentizácia užívateľov, sa typicky používa tento mód. Je potrebné, 
aby bol dostupný autentizačný server. Ten je väčšinou implementovaný ako RADIUS server a je 
umiestnený na samostatnom sieťovom serveri. Systém WPA definuje autentizačný proces 
prebiehajúci medzi klientskou stanicou a prístupovým bodom. Tento proces je popísaný 
autentizačným rámcom EAP. EAP znamená „Extensible Authentication Protocol“. V prvom kole 
štandardizácie bola schválená jediná autentizačná metóda a to EAP-TLS. Neskôr boli zavedené aj 
ďalšie metódy. EAP-TLS, EAP-TTLS, PEAPv0, PEAPv1 a LEAP. [1] 
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3.5 WPA2 (Wi-Fi Protected Access 2) 
 
Najnovší a najlepší spôsob ochrany WLAN je štandard 802.11 RSN. Tento štandard ale využíva 
metódu ochrany WPA2, ktorá vyžaduje najnovší hardware na rozdiel od staršej verzie WPA1. WPA2 
implementuje povinné prvky IEEE 802.11i štandardu. Konkrétne pridáva k TKIP nový algoritmus 
CCMP (Counter Mode with Cipher Block Chaining Message Authentication Code Protocol) založený 
na AES, ktorý je považovaný za bezpečný. Poznáme tieto autentizačné schémy: 
 
WPA2 Personal: Používa zdieľaný kľuč PSK (Pre-shared key), ktorý sa skladá z hesla od 8 do 63 
znakov. Táto fráza sa potom šifruje TKIP alebo AES algoritmom. Autentizačná metóda PSK (Pre-
shared key) používa šifrovaciu metódu AES (CCMP) voliteľne aj RC4. 
 
WPA2 Enterprise: Využíva RADIUS (Remote Authentication Dial In User Service) - užívateľská 
vytáčaná služba pre vzdialenú autentizáciu. Autentizačná metóda 802.1 X/EAP s predvolenou 
šifrovacou metódou AES (CCMP) tiež podporuje aj TKIP, šifra je AES, rovnako voliteľne môže byť 
aj RC4. 
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4 Bezpečnostný mechanizmus WPA 
 
Mechanizmus WPA je pokročilý protokol a preto poskytuje viacero možností ochrany proti útokom. 
Medzi ne patrí zabezpečenie utajenia, autentizácia voliteľného stupňa a zabezpečenie integrity. To je 
spolu so šifrovaním zabezpečené nezávisle dvoma algoritmami. Každý z nich používa rôzny šifrovací 
kľúč.  Autentizácia prebieha pomocou autentizačného rámca 802.1X. Používa sa buď zdieľané heslo 
alebo Radius server, kde sú autentizačné informácie zasielané v paketoch EAP. Existuje niekoľko 
typov útokov zameraných na tento systém ochrany. 
Keďže je šifrovací kľúč pre každý paket iný, neexistuje šanca ako odchytiť dostatočné 
množstvo IV na zistenie tohto kľúča. Preto je útok v tomto prípade náročnejší ako pri útoku na 
mechanizmus WEP. Pri oboch módoch, či už so zdieľaným kľúčom alebo pri používaní 802.1X 
autentizácie prebieha dynamická rotácia kľúčov. Tie sú odvodzované zo zdieľaného tajomstva, čo 
môže byť  v prípade príliš krátkeho reťazca dôvodom  na útok. Zo zdieľaného reťazca, ktorý musí byť 
rovnaký na každej stanici, sa vygeneruje tzv. PSK (PreShared Key). Na generovanie tohto kľúča sa 
používa verejná kryptografická funkcia PBKDF2, ktorú podrobne popíšem v nasledujúcej 
podkapitole.  Ako vstup slúži zdieľané heslo, ESSID danej siete a jeho dĺžka. Výstupom funkcie je 
256 bitový PMK (Pairwise Master Key). Tu nastáva ďalšia možnosť útoku, keď zdieľané heslo je 
príliš krátke alebo slabé a následne spätne zistiteľné. V priebehu sieťovej komunikácie sa pre každý 
paket generujú PTK (Pairwise Transit Key).[8] 
Na vykonanie úspešného útoku je potrebné odchytiť 4 pakety obsahujúce dáta protokolu EAP. 
Tie sú zasielané pri počiatočnej autentizácií stanice. Dané pakety obsahujú tzv. Four Way Handshake. 
Jeden obsahuje čistý text a ďalší MIC (message integrity code) vypočítaný z tohto textu. Samotný 
útok sa nazýva Dictionary Attack, keďže sa využíva slovník obsahujúci slová z ktorých sa snaží 
útočník vytvoriť PMK. K tomu mu slúži spomínaná funkcia PBKDF2, ktorá spolu s hodnotou SSID 
a potenciálnym heslom zo slovníka vytvára výstupnú hodnotu. Z nej sa za pomoci zdrojovej 
a cieľovej MAC adresy ako aj zaslaného náhodného čísla, ktoré sme získali z odchytených paketov, 
vytvorí PTK. Následne vytvoríme MIC hodnotu, ktorú získame z časti PTK používanej ako integritný 
kľúč a odchyteného čistého textu. Hodnota sa porovnáva s odchytenou hodnotou MIC. Keď sa 
hodnoty rovnajú, našli sme kľúč. Útok je to pomerne náročný a úspech závisí na vhodne zvolenom 
slovníku.[1] 
Sada mechanizmov WPA bola navrhovaná na základe predbežnej špecifikácie štandardu 
802.11i. Bol pri tom braný veľký ohľad na spätnú kompatibilitu s hardwarom, čo okrem iného 
znamená, že boli zvolené najsilnejšie možné algoritmy tak, aby mohli bežať na bežne používaných 
sieťových zariadeniach. Väčšina klientskych kariet podporujúca WEP je schopná podporovať aj WPA 
po nahratí patričnej verzie firmware. U prístupových bodov je väčšinou nutné vymeniť HW. 
Pri tomto mechanizme užívateľ musí zvoliť metódu šifrovania a autentizácie, preto z pohľadu 
zložitosti je tento princíp komplikovanejší. Okrem toho musí mať vytvorené meno a heslo. Správca 
siete musí spravovať autentizačný server s databázou užívateľov. Ak sa rozhodne používať 
autentizáciu EAP-TLS je taktiež nutné vystaviť užívateľom ich klientske certifikáty a nainštalovať 
ich na stanice, čo vo väčšine prípadov predstavuje príliš veľkú záťaž na ľudí. Mód so zdieľaným 
kľúčom je jednoduchý na konfiguráciu, ale má obmedzenie v auditovaní. Existujú aj zjednodušené 
metódy bez serverového certifikátu, napríklad LEAP.  Majú ale slabinu, ktorú možno zneužiť ako pri 
používaní s WPA, tak pri WPA2.[1][8] 
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4.1 Funkcia PBKDF2 
 
Funkcia PBKDF2 ( Password-Based Key Derivation Function ) je funkcia slúžiaca na derivovanie 
kľúčov. Nahradila pôvodný štandard, PBKDF-1, ktorý mohol produkovať len derivované kľúče 
maximálnej dĺžky 160 bitov. PBKDF2 aplikuje pseudo náhodnú funkciu, napríklad kryptografický 
hash alebo HMAC, na vstupné heslo alebo prístupové heslo spolu so „salt“ hodnotou a opakuje 
proces mnoho krát na vyprodukovanie derivovaného kľúča. Pridaná výpočtová práca robí prelomenie 
hesla zložitejšie. Štandard písaný v roku 2000 odporúča minimálny počet iterácií 1000, ale parameter 
sa zvyšuje postupom doby ako sa zvyšuje výpočtový výkon CPU a rovnako aj GPU.  Pridaním „salt“ 
hodnoty sa redukuje možnosť použitia pred vyrátaného slovníka na útok, čo zároveň značí to, že  
viaceré heslá sa musia testovať individuálne a nie všetky naraz. Štandard odporúča dĺžku „salt“ 
hodnoty aspoň 64 bitov. WPA-PSK  používa v derivačnej funkcii PBKDF2 pseudo náhodnú funkciu 
HMAC. 
4.2 HMAC 
 
V kryptografií je HMAC ( Hash-based Message Authentication Code)  špecifická konštrukcia pre 
rátanie autentizačného kódu správy (MAC) zahrňujúca kryptografickú hashovaciu funkciu 
v kombinácií s tajným kľúčom. Ako pri každej MAC, môže byť  použitá simultánne na verifikáciu 
Obrázok 3: WPA pre-shared mode 
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ako aj overenie integrity dát tak aj na overenie autenticity správy. Každá kryptografická hashovacia 
funkcia, ako MD5 alebo SHA-1, môže byť použitá na kalkuláciu HMAC. Výsledok MAC algoritmu 
sa potom nazýva HMAC-MD5 alebo HMAC-SHA1. Kryptografická sila HMAC  závisí od šifrovacej 
sily podkladovej funkcie,  na bitovej dĺžke výstupu použitej hashovacej funkcie a potom  na veľkosti 
a kvalite kryptografického kľúča. [10] 
Iteratívna hashovacia funkcia delí správu do blokov pevnej veľkosti a opakuje nad nimi 
kompresné funkcie. Napríklad MD5 a SHA-1 operujú s 512 bitovými blokmi. Veľkosť výstupu 
HMAC je rovnaký ako podkladovej funkcie ( 128 bitov u MD5 a 160 bitov u SHA-1 ), avšak veľkosť 
môže byť skrátená v prípade potreby.  Matematická definícia podľa RFC 2104: 
 
- H() je kryptografická hashovacia funkcia 
- K bude tajný kľúč zarovnaný doprava s extra nulami na veľkosť vstupného bloku 
hashovacej funkcie, alebo hash originálneho kľúča ak je dlhší ako veľkosť toho bloku 
- m bude správa ktorá má byť overená 
- II označuje konkatenáciu 
- ⊕označuje exkluzívny or (XOR) 
- opad je vonkajšie zarovnanie  
( 0x5c5c5c...5c5c,  hexadecimálna konštanta o veľkosti jedného bloku ) 
- ipad je vnútorné zarovnanie 
( 0x363636...3636,  hexadecimálna konštanta o veľkosti jedného bloku ) 
 
 
))//)((//)((),( mipadKHopadKHmKHMAC ⊕⊕=  
 
Vzhľad HMAC špecifikácie bol motivovaný existenciou útokov na oveľa triviálnejšie mechanizmy  
kombinujúce kľúč s hashovacou funkciou. Žiadne známe rozšírené útoky neboli nájdené proti 
súčasnej špecifikácií HMAC. Pretože vonkajšia aplikácia hashovacej funkcie maskuje medzivýsledok 
vnútorného hashu. Hodnoty ipad and opad nie sú kritické na bezpečnosť algoritmu, ale boli navrhnuté 
tak, aby mali veľkú Hammingovú vzdialenosť od seba čo zaručuje, že vnútorné a vonkajšie kľúče 
majú menej spoločných bitov. [10] 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Obrázok 4: generovanie SHA-1 HMAC 
 Zdroj: http://images-mediawiki-
sites.thefullwiki.org/02/2/7/6/32773581280270045.jpg 
 [cit. 2011-28-04] 
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Šifrovacia sila HMAC závisí na veľkosti tajného kľúča, ktorý je používaný. Medzi najčastejšie útoky 
proti HMAC je hrubá sila za účelom odhaliť tajný kľuč. HMAC sú podstatne menej postihnuteľné 
kolíziami ako ich podkladové funkcie, ak sú používané samé. 
 
4.3 SHA-1 
 
SHA (Secure Hash Algorithms) sa používa na vyrátanie a skrátenie reprezentácie elektronických dát 
(správa). Vstupom do algoritmu je správa o dĺžke maximálne 642 bitov, výstupom je zhustená správa 
(message digest). Dĺžka tejto výstupnej správy je 160 bitov. Bezpečnostné hashovacie algoritmy sú 
typicky používané s ostatnými kryptografickými algoritmami, ako napríklad algoritmus pre digitálny 
podpis alebo kľúčom hashované správy alebo pri generácií náhodných čísel (bitov). Tento algoritmus 
sa nazýva zabezpečený, pretože pre daný algoritmus je výpočtovo nemožné: 
 
- nájsť správu ktorá korešponduje s výstupom algoritmu 
- nájsť dve rozdielne správy ktoré produkujú rovnaký výstup 
 
Každá zmena správy s veľmi vysokou pravdepodobnosťou skončí rozdielnym výstupom. Toto 
spôsobuje neúspešnú verifikáciu keď je SHA použité s digitálnym podpisovým algoritmom. Tento 
algoritmus je iteratívny, jednocestná hashovacia funkcia, ktorá dokáže spracovať správu 
a vyprodukovať zmenšenú reprezentáciu nazývanú „message digest“. Tento algoritmus umožňuje 
vymedzenie integrity správy: každá zmena správy spôsobí, že výsledok algoritmu bude iný.  
Algoritmus môže byť popísaný dvoma fázami: preprocesing a rátanie hashu. Preprocesing 
zahŕňa zarovnanie správy, delenie zarovnaných správ do m- bitových  blokov a nastavenie 
inicializačných hodnôt, ktoré budú použité pri rátaní hashu. Rátanie hashu produkuje tabuľku správ 
(message schedule) zo zarovnaných správ a používa ju spolu s funkciami, konštantami 
a spracovaniami slov k iteratívnemu generovaniu skupín hashovacich hodnôt.  Finálna hodnota hashu 
generovaná procesom je používaná k určeniu celkového výstupu. [9] 
 
 
Algorithm Message Size 
(bits) 
Block Size 
(bits) 
Word Size 
(bits) 
Message Digest Size 
(bits) 
Security 2  
SHA-1 < 642  512 32 160 80 
 
 
 
 
 
 
4.3.1 Funkcie použité v SHA-1 
 
SHA-1 používa sekvenciu logických funkcii 7910 .....,, fff . Každá funkcia tf , kde 790 <≤ t , 
operuje s troma 32-bitovými slovami, x, y, a z a produkuje jedno 32-bitové slovo ako výstup. 
Funkcia tf (x,y,z) je definovaná takto: 
Tabuľka 2: SHA-1 
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4.3.2 Konštanty použite v SHA-1 
 
SHA-1 požíva sekvenciu osemdesiatich 32-bitových slov 791, ,...,KKKé , ktoré sú dané takto: 
 
 
 
 
 
 
 
 
 
4.3.3 Predspracovanie 
 
Pred samotným počítaním hashu má svoje dôležité miesto predspracovanie. Toto spočíva v troch 
krokoch: zarovnanie správy M (padding the message), delenie (parsing) zarovnanej správy do blokov 
správ a nastavenie inicializačnej hashovacej hodnoty ( )0H . 
 
4.3.4 Zarovnanie správy 
 
Predpokladáme, že dĺžka správy M je l bitov. Pripojením bitu „1“ na koniec správy nasledovanými  
k nulovými bitmi, kde k je najmenšie, dostaneme nezáporné riešenie rovnice l + l + k ≡448 mod 
512. Nakoniec sa pripojí 64-bitový blok, ktorý sa rovná číslu l vyjadrenému pomocou  binárnej 
reprezentácie. Príklad pre správu „abc“: 
 
 
 
 
 
Dĺžka zarovnanej správy musí teraz byť násobok 512 bitov. 
4.3.5 Rozdelenie zarovnanej správy 
 
Po zarovnaní správy musí byť táto správa rozdelená do N m-bitových blokov pred začatím samotného 
počítania hašuu. Pri SHA-1 sa zarovnaná správa podelí do N 512-bitových blokov, 
( ) ( ) ( )NMMM ,....,, 21 . Vstupný blok o dĺžke 512 bitov je vyjadrený šestnástimi 32- bitovými slovami, 
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prvých 32 bitov (prvé slovo) bloku i je označené ako ( ) ,0iM  ďalších 32 bitov ako ( )iM1  a tak ďalej až 
po ( )iM 15 . 
4.3.6 Nastavenie počiatočnej hash hodnoty 
 
Pred začatím počítania hashovacieho algoritmu sa musí ustanoviť počiatočná hashovacia hodnota 
( )0H . Veľkosť a číslo slov v ( )0H  závisí od veľkosti  zhustenej správy. Pre SHA-1 inicializačná 
hashovacia hodnota  pozostáva z nasledujúcich 32- bitových slov:  
 
 
 
 
 
 
 
4.3.7 Hashovací algoritmus 
 
Máme správu M o dĺžke l bitov, kde l≤0 < 642 , algoritmus používa: 
 
a- tabuľku správ s osemdesiatimi 32- bitovými slovami 
b- päť pracujúcich premenných, každá 32 bitová 
c- hashovacie hodnoty 32- bitových slov 
 
Finálny výsledok SHA-1 je 160- bitová výstupná správa. Slová v tabuľke správ sú označené 
.,....,, 7910 WWW  Päť pracujúcich premenných je označených ako a, b, c, d, e. Slová, ktoré sú 
používané ako hashovacie hodnoty sú označené ako ( ) ( ) ( ) ,,...,, 410
iii HHH  a v nich sú uložené 
počiatočné hodnoty, ( )0H . Každá je postupne vymenená dočasnou hashovacou hodnotoou. (po tom 
ako je každý blok spracovaný), ( )iH , a končí s poslednou hashovacou hodnotou, ( )NH . SHA-1 
používa jediné dočasné slovo, T. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Obrázok 5: Algoritmus SHA-1  
Zdroj: http://www.unixwiz.net/images/300px-SHA-
1.png  
[cit. 2011-28-04] 
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4.3.8 Výpočet hashu 
 
Po ukončení predspracovania, každý blok správ, ( ) ( ) ( )NMMM ,....,, 21  je spracovávaný v poradí 
a vykonávajúci tieto kroky: 
 
1. Príprava tabuľky správ, { tW }: 
 
 
 
 
 
 
2. Inicializácia piatich pracujúcich premenných a, b, c, d, e pomocou sti )1( − hashovacej 
hodnoty: 
 
 
 
 
 
 
 
3. Opakovanie tejto časti 79-krát: 
 
 
 
 
 
 
 
 
4. Výpočet thi dočasnej hashovacej hodnoty )(iH : 
 
 
 
 
 
 
 
 
Po zopakovaní krokov jeden až štyri N krát (po spracovaní )( NM ) vznikne výsledná 160-bitová 
správa spojením správ M takto: 
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5 Nvidia CUDA 
 
Firma Nvidia pred koncom roku 2006 uviedla vo svojej dobe prevratnú grafickú kartu GeForce 8800, 
ktorá obsahovala niekoľko vylepšení oproti predchádzajúcich architektúram. Grafické karty boli 
vtedy programovateľné pomocou shader programov.  
Časť z nich sa venovala len oblasti ovplyvnenia výslednej farby pixelu, druhá časť 
spracovávala vrcholy geometrie. Každá z týchto operácií bola prevádzaná na úzko špecializovaných 
jednotkách, čo znamenalo, že často boli jednotky pre spracovanie pixelov maximálne vyťažené, zatiaľ 
čo jednotky pre úpravu vrcholov boli z väčšej časti nečinné. Nová séria kariet 8000, do ktorej spadala 
aj spomínaná GeForce 8800, sa snažila tento fakt zmeniť pomocou rozdielneho prístupu. Ten spočíval 
vo všeobecnejšom návrhu shader jednotiek tak, aby mohli spracovávať ľubovoľnú úlohu. Zároveň sa 
tým otvorila cesta k využitiu pomocných procesorov pre akýkoľvek výpočet.[10] 
V krátkej dobe tak firma Nvidia začala s vývojom vlastnej technológie slúžiacej na 
programovanie ich GPGPU (General Purpose Graphics Processing Unit). Nová technológia dostala 
názov CUDA a jedná sa o skratku z angl. Compute Unified Device Architecture. Pod týmto súhrnným 
označením chápeme zoskupenie hardwarových a softwarových prostriedkov slúžiacich pre všeobecný 
výpočet na grafických kartách. [10,11] 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
CUDA ovládač plní funkciu prostredníka medzi kompilovaným kódom a GPU. Rovnako je CUDA 
Runtime prostredníkom medzi programátorom a ovládačom uľahčujúcim programovanie tak, že 
maskuje niektoré konkrétne detaily. Je možné použiť buď API runtime alebo priameho prístupu 
aplikácie do CUDA ovládača. Funkciu API môžeme chápať ako programovací jazyk vysokej úrovne 
a API driver ako prostredníka medzi vysokou a nízkou úrovňou dovoľujúcou hlbšiu optimalizáciu 
kódu. [12] 
Jazyky, v ktorých sú programy písané, môžu byť dvojaké. Prvým je CUDA Fortran, druhým 
a najčastejšie prezentovaným je zápis kódu v CUDA C. Tento jazyk vychádza z jazyka C, ale 
poskytuje isté rozšírenia. Takto vyzerá príklad zápisu programu: 
Obrázok 6: Implementácia CUDA  
Zdroj: http://www.posterus.sk/wp-
content/uploads/p7900_01_obr01.png  
[cit. 2011-28-04] 
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V súčasnej dobe je technológia CUDA dostupná vo verzii 3.0, ktorá umožňuje vytvárať aplikácie 
objektovo, pomocou C++. Táto možnosť ale so sebou prináša obmedzenie v podobe vlastníctva 
najnovších modelov grafických kariet tejto firmy. 
Súčasťou platformy CUDA je aj skupiny pomocných nástrojov, ktoré uľahčujú vývoj aplikácií. 
Takým je napríklad dodávaný profiler pre analýzu výkonu. Rovnako existuje možnosť využitia 
ladiaceho nástroja Nvidia Nsight priamo z prostredia Microsoft Visual Studia. [10] 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
5.1 Princíp fungovania CUDA 
 
Ako už bolo spomínané, toto špecifické API sa skladá z pár rozlíšení jazyka C a systémových súčastí. 
K riadeniu celého procesu slúži hostiteľ v podobe CPU. CUDA ovláda GPU a beží pomocou CPU, je 
zároveň ich spoločnou súčasťou, zahrňujúcou určité druhy vektorov a skupinu funkcií štandardných C 
Obrázok 7: Ukážka kódu v CUDA C 
Obrázok 8: Užívateľské rozhranie CUDA Visual Profiler 
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knižníc, ktorá môže byť spracovávaná systémom rovnako ako GPU. Určenie, na ktorej z komponent 
sa budú dané inštrukcie vykonávať, patrí medzi základné princípy fungovania tejto architektúry. 
Medzi dôležitú funkciu architektúry CUDA patrí možnosť vykonávať obrovské množstvo 
výpočtov paralelne. Funkcie, ktoré obstarávajú tieto výpočty sú pomocou jadier posielané do 
zariadenia a následne spúšťané v podobe mnohých vlákien, ktoré sú obsiahnuté v blokoch na GPU. 
Bloky sú uložené v mriežkach (Grid). Každý z blokov obsahuje podbloky, v ktorých sa nachádzajú 
vlákna spracovávané pomocou jadier. Vlákna dokážu medzi sebou komunikovať pomocou zdieľanej 
pamäte a rovnako sa cez ňu dokážu synchronizovať. V blokoch sú jednotlivé vlákna rozdelené podľa 
veľkosti tak, aby každá skupina obsahovala vlákna rovnakej veľkosti. Všetky vlákna pristupujú do 
DRAM pamäte zariadenia a do lokálnej pamäte GPU. Lokálna a globálna pamäť je súčasť systémovej 
pamäte zariadenia, ktorá umožňuje čítanie a zápis. Nachádzajú sa tam aj ďalšie súčasti, ktoré ale 
poskytujú len čítanie a to pamäť textúr a konštantná pamäť. Plánovač vlákien, ktorý periodicky 
prepína medzi skupinou vlákien, slúži na maximálne využitie SIMD multiprocesoru. Ten spracováva 
skupiny vlákien rovnakej veľkosti.[12] 
Ďalšou súčasťou CUDA architektúry je prekladač „nvcc“, ktorý ma na starosti preklad 
zdrojových súborov s CUDA rozšírenou syntaxou. Medzi jeho hlavné úlohy patrí oddelenie kódov, 
ktoré sú určené pre spustenie na zariadení a ich preklad do binárnej podoby.[12] 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Bližší pohľad na rýchlosť výpočtu na grafickej karte nám odhalí, že rýchlosť sa zvyšuje s počtom 
blokov a vlákien. V prípade že rátame jeden blok dát, je použitý práve jeden multiprocesor, v prípade 
dvoch sa už využijú dva multiprocesory a týmto systémom ďalej. To nám odhaľuje obrovskú výhodu 
použitia práve tejto technológie pri riešení problému bezpečnosti siete. V prípade, že chceme vytvoriť 
testovací nástroj,  bude využitie CUDA nezanedbateľným prínosom pre efektivitu výpočtu hashu. 
Masívnym paralelizovaním výrazne znížime dĺžku bruteforce útoku.  
Obrázok 9: Programovací model CUDA  
Zdroj: http://www.posterus.sk/wp-
content/uploads/p7900_02_obr02.png 
[cit. 2011-28-04] 
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6 Návrh riešenia 
 
Táto kapitola sa venuje návrhu riešenia komplexného nástroja na testovanie bezpečnosti Wi-Fi sietí, 
ktoré používajú ako bezpečnostný mechanizmus WPA-PSK. Návrh zohľadňuje požiadavky zo 
zadania práce, uvádza základné body, z ktorých bolo vychádzané pri riešení bakalárskej práce 
a samotný návrh riešenia s ohľadom na budúce rozšírenia. 
 
6.1 Implementačné požiadavky 
 
Výsledný produkt bakalárskej práce je ovplyvnený samotným zadaním a požiadavkami 
a pripomienkami konzultanta. V nasledujúcom zozname sú uvedené základné body riešenia: 
 
1. Nástroj je uspôsobený na odchytávanie komunikácie medzi AP (Access Point) a klientmi 
pripojenými v danej Wi-Fi sieti.  
 
2. Implementácia je optimalizovaná z hľadiska rýchlosti a je dostupná v podobe spustiteľného 
programu, ktorý je riešený s ohľadom na platformovú nezávislosť. 
 
3. Hlavná funkcia je riešená v súlade so špecifikáciou bezpečnostného mechanizmu WPA-PSK. 
 
6.2 Popis testovacieho nástroja 
 
V nasledujúcej podkapitole popíšem jednotlivé súčasti nástroja a úlohy, ktoré musia dané časti vedieť 
vykonávať, aby bol program použiteľný v reálnych sieťach. Každá sekcia výslednej aplikácie musí 
rovnako spĺňať očakávanú funkcionalitu.  Celý návrh sa dá rozdeliť do piatich základných krokov 
ktoré je potrebné vykonať: 
 
1. Správne nastavenie sieťovej karty dostupnej v zariadení, ktoré používame. 
 
2. Obstaranie potrebných údajov zo siete, ktorú sa pokúšame otestovať. 
 
3. Zhromaždenie ďalších informácií na výpočet, ako je potenciálne heslo. 
 
4. Samotný výpočet hashu a kľúču. 
 
5. Overenie, či nájdený wpa kľúč je ten správny a následný vstup do siete. 
 
Implementáciu a postupné vykonanie týchto krokov majú na starosti tieto tri základné súčasti 
programu: 
 
1. Sieťová časť tvorená skriptami na odchytenie komunikácie a získanie informácií. 
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2. Časť zabezpečujúca načítavanie počiatočných informácií ako napríklad SSID Wi-Fi siete, 
rovnako načítanie hesiel ktoré budú použité vo výpočte a ošetrenie týkajúce sa výstupných 
údajov ako je voľba súboru. 
 
3. Hlavná časť tvorená troma hlavnými funkciami zabezpečujúcimi výpočet hashu na CPU, 
GPU a paralelne pomocou GPU. 
 
6.2.1 Sieťová časť 
 
Hlavným predpokladom pre sieťovú časť je fakt, že zariadenie na ktorom beží musí byť ľahko 
prenositeľné, aby malo testovanie bezdrôtových sietí zmysel. Preto je táto časť riešená ako 
samostatný program bežiaci oddelene na inom prístroji, najčastejšie prenosný notebook, ako samotná 
výpočtová časť, ktorá vyžaduje vysoký výpočetný výkon obsiahnutý väčšinou v stolných počítačoch. 
Ako som už spomínal pri schéme nástroja, sieťová súčasť programu má za hlavnú úlohu nájsť 
bezdrôtové siete v dosahu. Následne sa pokúsi odchytiť komunikáciu, avšak táto činnosť so sebou 
prináša viacero problémov, ktoré je potrebné vyriešiť. Medzi základné predpoklady patrí skutočnosť, 
že k danému AP-čku je v dobe pokusu o našu infiltráciu pripojený aspoň jeden klient. Práve medzi 
ich vzájomnú komunikáciu sa musí náš skript pokúsiť dostať. Konkrétne musí byť schopný preniknúť 
do autentizačného procesu oboch účastníkov. V tejto časti sa bude používať balík nástrojov aircrack.-
ng. Dokumentácia k tomuto balíku je obsiahnutá v prílohe. Ďalšou nutnosťou zo strany sieťovej karty 
je podpora „packet injection“ , tá dovoľuje odosielať nami používanému nástroju modifikované 
pakety von. Skript ďalej musí vedieť prepnúť sieťovú kartu do monitor módu, čo bude základ útoku 
na testovanú sieť. Nasleduje schopnosť nášho skriptu odpojiť pripojeného klienta, aby mohla nastať 
opätovná fáza autentizácie. Poslednou fázou je skúšanie passphrase, ktorú nám bude dodávať hlavná 
funkcia. 
6.2.2 Ošetrenie vstupov a výstupov 
 
Ako z názvu vyplýva, v tejto časti programu sa predpokladá načítavanie vstupov, výstupov 
a spracovanie argumentov príkazového riadka. Príkazy  určujú, z ktorých súborov sa budú načítavať 
údaje potrebné k výpočtu, ako napríklad SSID siete. Ak nie sú zadané žiadne príkazy, program ma 
implicitne uložené kde dané informácie hľadať. Užívateľ má možnosť pomocou argumentov 
v príkazovom riadku zadávať svoje vlastné súbory, odkiaľ sa budú nahrávať údaje. Hlavná výpočtová 
časť na vstupe vyžaduje heslo a existujú dvoje spôsoby ako to heslo získať. Implicitne je to bruteforce 
generovanie tohto hesla, ale program umožňuje vo verzii pre CPU pomocou argumentu zmeniť 
spôsob na slovníkový, čo znamená že aplikácia očakáva na vstupe názov súboru, kde sa tento slovník 
nachádza. Z tejto časti sa volá hlavná výpočtová funkcia, ktorej sa predávajú načítané hodnoty. Pre 
testovacie účely je možné určiť, aký typ funkcie sa zavolá. Existujú tri verzie: výpočet prebieha na 
procesore, výpočet prebieha na grafickej karte alebo paralelný výpočet pomocou grafickej karty.  
 
 
 
 
 
 
 21
Parameter Jeho funkcia 
s= začiatočná dĺžka generovaného slova 
e= koncová dĺžka generovaného slova 
o= názov výstupného súboru s výsledkom 
t= typ použitého výpočtu (bruteforce/wordlist) 
b= počet blokov grafickej karty ktoré budú využité na výpočet 
w= názov súboru s wordlistom 
Tabuľka 3: Ukážka použitia parametrov 
 
6.2.3 Hlavná výpočtová časť   
 
Pred samotnou implementáciou algoritmu, ktorý zabezpečuje výpočet wpa passphrase, sa po 
preskúmaní základov fungovania výpočtu hashu ponúkali dve možnosti riešenia. Rovnako je potrebné 
pre účely testovania a porovnávania vytvoriť túto časť aplikácie tak, aby obsahovala dve verzie, jednu 
uspôsobenú pre beh na CPU počítača a druhú pre fungovanie na GPU.  
Prvý návrh funkcie využívajúcej grafickú kartu počítal s presunutím časti výpočtu na grafickú 
kartu a pokúsiť sa paralelizovať výpočet. Vzhľadom na princíp fungovania algoritmu PBKDF2, kde 
konkrétne pri zabezpečení WPA-PSK sa využíva 4096 iterácií hashovacej funkcie SHA-1, by bola 
práve táto časť vhodná na výpočet na VGA karte. Pri tomto spôsobe riešenia by hlavný algoritmus 
prebiehal na karte sériovo až po spomínanú niekoľko násobnú iteráciu, ktorá dodržiavajúc princíp 
HMAC kompresnej funkcie, výsledný hash vytvorí zložením dvoch 40-bitových reťazcov, a teda 
iterácia dosiahne čísla 8192. V tomto momente sa daná časť kódu spustí na grafickej karte, aby sa 
urýchlil výpočet. Túto časť sa implementovať paralelne nepodarilo, keďže v každej iterácií je 
potrebný výsledok tej predchádzajúcej. Vlákna by si údaje predávali pomocou zdieľanej pamäte, ale 
výsledný výpočet by prebiehal stále paralelne.  
 
 
 
 
  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Obrázok 10: Prvý návrh riešenia 
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Po implementácií tohto riešenia a nasledovnom testovaní sa napriek očakávaným výsledkom prejavilo 
len zanedbateľné zrýchlenie výpočtu. To bolo spôsobené potrebnou alokáciou pamäte pre grafickú 
kartu, nahraním údajov do novo alokovaného miesta, ale aj to, že algoritmus prebiehal stále 
neparalelne. 
Druhý návrh riešenia preto počítal s kompletným paralelizovaním celej výpočtovej funkcie. Pre 
zmenšenie počtu volaní potrebných pre prekopírovanie údajov z grafickej karty sa do každého vlákna 
predáva aj vygenerované alebo načítané heslo a porovnanie s vypočítaným wpa kľúčom prebieha 
priamo na grafickej karte. Každé vlákno ma prístup do výstupného poľa, do ktorého na určený index 
ukladá výsledok porovnania. Tento spôsob sa ukázal ako oveľa efektívnejší a preto je súčasťou 
finálnej implementácie. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Aj pre testovacie účely je možné užívateľsky nastaviť v koľkých blokov a vláknach bude funkcia 
spustená. Vzhľadom na charakter programu a získavania hesiel je potrebné volať funkciu 
viacnásobne. Počet hesiel načítaných naraz je rovnaký ako počet vlákien. Pole s výsledkami 
porovnaní sa vracia spať do riadiacej časti programu, skontroluje sa a v prípade, že wpa kľúč nebol 
ani v jednom prípade zhodný s nami vygenerovaným, výpočet pokračuje rovnako ďalej. Ak nastala 
zhoda, heslo z ktorého bol wpa kľúč vygenerovaný sa uloží do výstupného súboru a program sa 
ukončí a vypíše čas za ktorý cela operácia prebehla. 
V nasledujúcej kapitole bližšie popíšem práve tento druhý návrh a jeho implementáciu 
a spôsob akým bol paralelizovaný.  
 
 
 
Obrázok 11: Druhý návrh riešenia 
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7 Implementácia 
 
V tejto kapitole je opísaná implementácia bakalárskej práce podľa návrhu, ktorý je predstavený 
v predchádzajúcej kapitole. Zaoberá sa aj obmedzeniami súvisiacimi s použitou grafickou kartou. 
V závere je predstavený výsledný testovací nástroj a jeho výsledky pri reálnom použití. 
7.1 Výstup práce 
 
Výstupom práce je komplexný nástroj, ktorého primárnou úlohou je testovanie bezpečnosti siete pri 
použitom šifrovaní WPA-PSK, rovnako aj na otestovanie a porovnanie výkonu a výhod riešenia 
Nvidia CUDA oproti CPU. Tvoria ho dva základné skripty, ktorých úlohou je nastavenie sieťovej 
karty, prepnutie do požadovaného módu a následné spustenie odchytávania komunikácie. Ďalšou 
súčasťou je samotný program v dvoch verziách. Jedna primárne slúžiaca pre porovnanie dĺžky 
výpočtu bežiacom na CPU a druhá, hlavná časť implementujúca výpočet paralelne pomocou GPU. 
Program v oboch prípadoch využíva princípu autorizácie v tomto režime zabezpečenia a snaží sa 
vytvoriť WPA kľúč z dostupných údajov.    
7.2 Cieľová platforma 
 
Program je implementovaný platformovo nezávislým spôsobom. Vytvorená aplikácia nie je závislá 
od cieľovej platformy a je využiteľná ako pod systémom Linux, tak aj pod systémom Windows. 
Primárne testovaná bola na použitie pod operačným systémom Windows. Obmedzenia týkajúce sa 
použitia programu pod rôznymi systémami sa však odvíjajú od technológie Nvidia CUDA. Základnou 
požiadavkou je grafická karta vyrobená touto firmou nachádzajúca sa fyzicky v používanom počítači. 
S tým súvisia ovládače karty, ktoré musia byť v špeciálnej verzii práve pre využitie CUDA 
technológie.  
 
7.3 Implementácia testovacieho nástroja 
 
Implementácia verzie pre CPU bola vyvíjaná v prostredí Microsoft Visual Studia v jazyku C. 
Vychádzajúca z návrhu aplikácie, predpokladala riadiacu časť programu a hlavnú výpočtovú časť. Tá 
sa vo verzii určenej pre výpočet na CPU skladá z viacerých funkcií zabezpečujúcich výpočet hashu. 
Riadiaca časť volá funkciu getWpaPskKeyFromPassphrase, ktorej predáva načítané alebo 
vygenerované heslo, wpa kľúč, ktorý bol odchytený z Wi-Fi siete, SSID danej siete a pole, do ktorého 
sa zapíše výsledok porovnania. Funkcia využije SSID ako „salt“ hodnotu na vyprodukovanie 
derivovaného kľúča. Táto funkcia si sama alokuje pole potrebné pre výpočty prebiehajúce v nej. 
Následne sa volá vedľajšia funkcia StringToWords, ktorá očakáva na vstupe reťazec a číselný údaj, 
ktorý označuje na akú hodnotu ma byť zarovnaný. Reťazec je potom prekonvertovaný na šestnásť 
tridsaťdva bytových slov. K správnosti výsledku je potrebné využitie pomocnej funkcie StrLen, ktorej 
vstupom je reťazec, ktorého dĺžku potrebujeme zistiť. Ak máme daný reťazec zarovnaný, prebehne 
volanie vedľajšej funkcie InitSHA, vstup tvorí spomínaný reťazec, hodnota pevne určená 
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špecifikáciou HMAC a pole, kde bude uložený výsledok. Úlohou tejto časti programu je výpočet 
dočasnej hodnoty SHA1 hashu. Nasleduje samotný výpočet wpa kľúča vo vnútri hlavnej funkcie. Ten 
prebieha v dvoch cykloch, v každom z nich sa vyráta 40-bitový kľúč. Zlúčením sa vytvorí 80-bitový 
reťazec, ktorý je orezaný na výsledných 64 bitov. Nasleduje volanie poslednej pomocnej funkcie 
CmpString, ktorej vstupom sú dvoje reťazce a údaj o dĺžke toho, podľa ktorého sa porovnáva. 
Výsledkom je buď zhoda alebo nezhoda. Výsledok tohto porovnania je uložený do poľa, ktoré je 
vrátené do riadiacej časti. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
7.3.1 Verzia pre GPU 
 
Verzia s výpočtom určeným pre grafickú kartu si žiadala oproti základnej implementácií radu úprav 
vyplývajúcich s fungovania technológie Nvidia CUDA. Pre urýchlenie výpočtu, ale hlavne kvôli 
zníženiu práce s pamäťou, boli pomocné funkcie implementované priamo do hlavných výpočtových 
funkcií. Odpadla nutná alokácia miesta a potrebné volania týchto funkcií. Medzi najdôležitejšiu úlohu 
sa radí vyriešenie problému s paralelným výpočtom wpa kľúča. Pred samotným spustením 
predpokladáme, že najefektívnejšie bude použiť čo možno najväčšie množstvo samostatných vlákien. 
Preto budeme spúšťať program v mriežke (grid) blokov a v každom z týchto blokov mriežku vlákien. 
Ako vyplýva z pravidiel pre prácu s grafickou kartou, všetky polia s ktorými chceme pracovať, či už 
z nich čítať alebo do nich zapisovať, musíme vopred alokovať. Z princípu výpočtu nášho hashu zase 
vyplýva, že žiadna takáto pamäť nemôže byť zdieľaná. Preto potrebujeme pre každé vlákno alokovať 
Obrázok 12: Schéma programu 
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samostatnú pamäť. Zavedieme si premennú number_of_threads, ktorá nám bude označovať počet 
plánovaných spustených threadov. Následne bude alokácie vyzerať takto: 
 
 
 
 
 
 
Riadiaca časť programu potom predá hlavnej funkcií ukazatele na novo naalokované miesto v pamäti. 
Tu sa vynára ďalší problém, ktorý bolo treba vyriešiť, a to taký, že každé vlákno v hociktorom čase 
svojho priebehu musí byť schopné pristúpiť do „svojej“ časti alokovaného miesta. Ak by si vlákna 
navzájom prepisovali hodnoty, každý výpočet v ňom prebiehajúci by bol chybný. V predchádzajúcej 
stati som popisoval fungovanie a usporiadanie vlákien v blokoch, čo bol základ pre vyrátanie aktuálne 
bežiaceho vlákna. Výpočet vyzerá takto: 
 
(blockIdx.y * BLOCK_N + blockIdx.x) * BLOCK_DIM + (threadIdx.y * COL_DIM) 
+ threadIdx.x 
 
Názvy blockIdx.x a blockIdx.y označujú vstavané premenné ktoré CUDA runtime má implicitne 
nadefinované pre naše použitie. Označujú x-ovú a y-ovú súradnicu práve bežiaceho bloku, ktorý 
vykonáva kód určený pre GPU. Analogicky fungujú aj premenné threadIdx.x a threadIdx.y s tým 
rozdielom že popisujú index práve bežiaceho vlákna. BLOCK_N označuje veľkosť mriežky, v ktorej 
bežia bloky. BLOCK_DIM označuje počet vlákien bežiacich v jednom bloku a COL_DIM značí 
veľkosť hrany mriežky, v ktorej bežia vlákna.  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Týmto výpočtom sa získa index na miesto vyčlenené presne pre dané vlákno. Ak je naalokované 80-
mietne pole, treba sa dostať na požadovanú časť pamäte. Preto sa získaný index vynásobí v tomto 
prípade ešte číslom 80 a dosiahnutá pozícia ukazuje na začiatok poľa pre určené vlákno.   
 
Obrázok 13: Ukážka alokácie pamäte pre VGA 
Obrázok 14: Výpočet indexu 
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7.4 Prevedenie útoku na Wi-Fi sieť 
 
Touto úlohou sa zaoberá samostatná sieťová časť programu. Jej primárnou úlohou je odchytenie 
komunikácie klienta a AP, a následne zistenie wpa kľúča z informácií ktoré sme zachytili a uložili. 
Na všetky tieto činnosti je používaný crackovací program s názvom aircrack-ng. Poskytuje verzie pre 
použitie pod Linuxom a taktiež pod Windows. Máme dvoje možnosti ako využiť tento nástroj a od 
toho sa odvíja správne zvolenie operačného systému.  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Pri pasívnom využití nepotrebujeme vlastnosť sieťovej karty zvanú packet injection, ktorá umožňuje 
odosielanie paketov a ovplyvňovanie siete ktorú plánujeme testovať. Tento spôsob je ale menej 
efektívny a časovo náročnejší, preto sa ako výhodnejšia alternatíva ponúka aktívne využitie nástroja. 
To znamená nutnosť použiť ako operačný systém Linux a samozrejme ovládače sieťovej karty, ktoré 
umožňujú potrebnú funkcionalitu karty. Pre nabúranie sa do siete cez zabezpečenie WEP je potrebné 
odchytávanie inicializačných vektorov (IV). Pri WPA sa to vzhľadom na dynamické menenie kľúčov 
použiť nedá. Preto je potrebné získať materiál, z ktorého dokážeme zistiť wpa kľúč. Skôr ako 
začneme s hľadaním kľúča, musíme odpočúvať autentizačný proces a to spravíme tak, že odpojíme 
pripojených klientov, ktorí sa budú pravdepodobne snažiť opäť k sieti pripojiť. Základným úkonom je 
prepnutie karty do takzvaného „Monitor módu“: 
 
 
 
 
 
 
Existuje aj možnosť využitia utility airmon-ng: 
 
 
 
 
Obrázok 15: Užívateľské prostredie nástroja aircrack-ng pod 
Windows 
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Nakoniec je potrebné overiť správnosť nastavenia cez program iwconfig. Pred samotným 
ovplyvňovaním siete sa zapne zachytávanie prevádzky na sieti. To sa bude ukladať do log súboru, 
ktorého názov je potrebné zvoliť:  
 
 
 
Cieľom je zachytiť štvorcestný autentizačný handshake, ktorý obsahuje hľadaný wpa kľúč. Do log 
súboru sa bude ukladať všetko čo prebehne na nastavenom kanále. Ten musí byť rovnaký ako kanál, 
ktorý sme nastavili cez iwconfig alebo airmon-ng. Nasleduje odpojenie jedného alebo viacerých 
klientov. Je ale zbytočné odpojovať klientov viacero, stačí jedného. Ak klient nie je pripojený, 
musíme počkať až sa skutočne pripojí. Voľba -0 označuje spomínané odpojenie klientov. Jednotka 
označuje koľko ich ma byť odpojených. Naším cieľom je opätovné pripojenie klienta k AP a následná 
autorizácia obsahujúca požadované údaje. 
 
 
 
Celá činnosť sa dá zhrnúť do týchto krokov:  
 
• rozbehnutie interface v monitor móde 
•  vrátenie interface do pôvodného stavu 
• zachytávanie prevádzky 
• autentizácia s AP 
• injektovanie paketov 
• hľadanie kľúča 
• odpojovanie pripojených klientov 
 
Ak bola činnosť úspešná, výsledkom je logovací súbor s požadovaným odchyteným kľúčom. Ten je 
použitý ako vstup do hlavnej výpočtovej časti funkcie. 
7.5 Obmedzenia implementácie 
 
Pri možnosti útoku hrubou silou a vzhľadom na rýchlosť, ktorú máme k dispozícií a existujúcemu 
množstvu kombinácií hesiel, bola znížená dĺžka očakávaného hesla na desať znakov. Rýchlym 
výpočtom zistíme, že pri dĺžke hesla väčšej ako spomínaný počet znakov existuje pri zarátaní 
všetkých písmen abecedy a znakov 94 možnosti na jednu pozíciu a teda existuje 19103,506 ×  
kombinácií hesiel. Už existujúci profesionálny nástroj zvládne na špičkovom hardware vyrátať 
89 000 šifier za sekundu. Za predpokladu, že by správne heslo bola práve tá posledná možnosť, trvalo 
by mu 810178 ×  rokov túto šifru odhaliť. Práve kvôli tejto skutočnosti existuje dané obmedzenie, 
ktoré nám umožní ušetriť alokovanú pamäť. 
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8 Testovanie 
 
Testovanie implementácie prebiehalo počas celého vývoja bakalárskej práce. Prevažne sa testovala 
výpočtová časť, kde som simuloval získanie potrebných údajov zo siete ich manuálnym zadaním. 
Keďže čas potrebný pre odchytenie komunikácie a získanie potrebných údajov trvá zanedbateľný čas, 
pre jednoduchosť testovanie doba potrebná na túto činnosť nebola započítavaná. Keďže ako z názvu 
vyplýva, ide o testovací nástroj, rozhodol som sa túto kapitolu rozvrhnúť do viacerých častí 
a v každej z nich porovnať viaceré riešenia a ich výhody, resp. nevýhody. Všetky testy boli 
vykonávané na duálnej grafickej karte GeForce GTX 295, ktorá ponúka obrovský výkon 
a samozrejme podporu CUDA technológie. 
 
8.1 Porovnanie CPU a GPU   
 
Vzhľadom na dôvody, ktoré boli opísané v podkapitole o obmedzeniach implementácie, bolo 
testovanie prevedené na reťazcoch o dĺžke štyri až osem znakov. Hoci táto veľkosť nespĺňa 
podmienky bezpečnostného mechanizmu WPA-PSK o dĺžke hesla minimálne osem znakov, pre 
testovacie účely a zhodnotenie rozdielu medzi výkonom procesora a grafickou kartou to bude 
postačujúce. Aby bolo možné zhodnotiť výkon oboch možností, je potrebné si určiť zložitosť hesla 
a porovnávať časy potrebné na jeho zistenie. Jednotlivé algoritmy pre každú možnosť rátajú 
passphrase a tú porovnávajú s nami vloženým správnym údajom. Pre reálnu predstavu 
o výkonnostných rozdieloch boli použité 3 typy hesla: 
 
- Jednoduché (tvorené len číslami) 
- Stredné zložité (tvorené číslami a malými písmenami) 
- Zložité (tvorené číslami, malými, veľkými písmenami a znakmi) 
 
V grafe sú vložené údaje o jednotlivých časoch a použitom type výpočtu. 
 
Typ výpočtu Čas: jednoduché heslo Čas: stredné zložité 
heslo 
Čas: zložité heslo 
Algoritmus pre CPU 0,85 min 33,2 min 293,54 min 
Algoritmus pre GPU 2,3 min 127,2 min 784,3 min 
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Výsledky sú na prvý pohľad opačnej hodnoty ako sa predpokladalo. Môže za to nutná alokácia 
pamäte a proces nahrávania údajov na grafickú kartu. Tieto úkony, ktoré je nutné vykonať pri každom 
výpočte hesla enormne spomaľujú celkový čas na nájdenie hesla. Rozdiely sa zvyšujú spolu 
s narastajúcou zložitosťou hesla. Práve tu vidno základný predpoklad pre použitie výkonu GPU, a to 
fakt, že algoritmus  musí byť optimalizovaný a stavaný práve pre rozdielne zariadenie akým je 
procesor počítača. Rovnako nie je vhodné využívať výkon grafickej karty pre úlohy, ktoré nie sú 
paralelizované. Z tabuľky je ďalej zrejmé, ako sa rapídne zvyšuje čas výpočtu s narastajúcou 
zložitosťou hesla.   
  
8.2 Porovnanie sériového a paralelného výpočtu 
na GPU 
 
V tejto podkapitole sa nachádza porovnanie už spomínanej časti programu určenej pre beh na GPU 
a tej istej časti mohutne paralelizovanej pomocou tisícok súčasnej bežiacich vlákien. Nástroj bol 
testovaný pre beh v 10 000 vláknach a práve výsledky v tomto nastavení budú uvedené pre 
porovnanie. Test prebehne rovnako pre tri rôzne zložitosti hesiel a celý princíp získania passhprase je 
totožný.  
 
Typ výpočtu Čas: jednoduché heslo Čas: stredné zložité 
heslo 
Čas: zložité heslo 
GPU sériovo 2,3 min 127,2 min 784,3 min 
GPU paralelne  0,73 min 18 min 130,4 min 
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Až pri paralelizovaní výpočtu sú badateľné extrémne rozdiely v rýchlosti a počte spracovaných hesiel 
za jednotku času. Pri jednoduchom hesle  je rozdiel menší, čo je spôsobené počiatočnou nutnou 
alokáciou pamäte, ale so zvyšujúcou sa zložitosťou hesla a tým pádom vyšším počtom operácií 
potrebných pre určenie hesla sa rozdiely zvyšujú. 
 
8.3 Porovnanie CPU a paralelného výpočtu  na 
GPU 
 
Pre komplexnú predstavu o rozdieloch vo výkone jednotlivých verzií programu je vhodné porovnať 
už spomenuté časti testovacieho nástroja. Aby sa údaje neopakovali,  boli použité heslá, ktoré 
z pohľadu generovania hesiel bruteforce, sú časovo náročnejšie na nájdenie. Zároveň sa tým prehĺbi 
a zvýrazní rozdiel v použitých technológiách 
  
Typ výpočtu Čas: jednoduché heslo Čas: stredné zložité 
heslo 
Čas: zložité heslo 
CPU sériovo 21 min 183,6 min 695,2 min 
GPU paralelne  10,3 min 28,7 min 192,3 min 
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8.4 Porovnanie s existujúcim nástrojom 
 
Pre ukážku ako efektívne je testovací nástroj implementovaný slúži nasledujúce porovnanie s už 
existujúcim programom s názvom Pyrit. Je to multiplatformný nástroj, ktorý dokáže využiť všetky 
dostupné jadra či už v CPU alebo GPU verzii. Napísaný je v jazyku Python a podieľalo sa na ňom 
viacero programátorov. Pre jednoduchosť porovnania bude uvedený počet fráz vyrátaných za 
sekundu.  
 
Výpočet Počet fráz za sekundu 
GPU paralelne 8400 
Pyrit 19500 
 
 
 
8.5 Použitie nástroja v praxi  
 
Súčasťou zadania bolo otestovanie nástroja na troch reálnych sieťach. Na prenosnom počítači boli 
pomocou sieťovej časti programu odchytené prvé tri nájdené siete v dosahu. Údaje boli uložené 
a následne na stolnom počítači použité ako vstup do hlavnej výpočtovej funkcie. Ako bolo popísané  
v časti o obmedzeniach implementácie, vzhľadom na teoretický počet možností nie je ani pomerne 
výkonný hardware s využitím paralelizmu schopný ukončiť hľadanie úspešne v rozumnom čase. Toto 
sa prejavilo aj pri dvoch z odchytených sietí. Program bol spustený 72 hodín, ale heslo sa mu ani 
v jednom z oboch prípadov uhádnuť nepodarilo. Pri tretej možnosti sa heslo podarilo úspešne odhaliť 
a to hlavne z dôvodu nedostatočnej sily tohto hesla, ktoré síce malo dostatočnú dĺžku, ale bolo 
tvorené len číslicami. Z tohto vyplýva, že nástroj je reálne použiteľný, no značne obmedzený ako 
výkonom počítača tak silou hesla.  
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9 Záver 
Záver tejto práce zahŕňa ciele ktoré bolo potrebné dosiahnuť, zhodnotenie výsledkov, podmienky 
nasadenia a možnosti ďalších rozšírení. 
9.1 Zhodnotenie dosiahnutých výsledkov 
 
Medzi hlavné ciele práce patrila implementácia nástroja schopného otestovať zabezpečenie 
bezdrôtovej siete. Pri testovaní v reálnom nasadení sa zistilo, že vyvinutá aplikácia dokáže heslo 
zistiť, ale čas potrebný na odhalenie hesla je závislý od sily použitého hesla. Ak je užívateľ natoľko 
obozretný, že si vhodne zvolí heslo,  prienik do jeho siete v rozumnej dobe týmto spôsobom je takmer 
nemožný. Nástroj ale výborne poslúži pre domáce otestovanie nastavenia bezdrôtovej siete ako aj pre 
následnú predstavu ako môže vyzerať a koľko môže trvať pokus o útok. Medzi ďalšie ciele patrilo 
využitie a porovnanie výpočtu na grafickej karte s výpočtom na procesore počítača. Ako sa 
predpokladalo, masívnym paralelizovaním výpočtu dosiahneme niekoľkonásobne lepšie výsledky. 
Použitie tejto technológie (Nvidia CUDA) nám umožní pohodlne využitie paralelných výpočtov pri 
riešení akéhokoľvek problému. 
9.2 Možné budúce rozšírenia 
 
Súčasná implementácia nepodporuje distribuovanie výpočtu na viacero počítačov pomocou siete. Ako 
z našich testovaní vyplýva, pri vhodnej voľbe hesla môže trvanie výpočtu šifry trvať aj niekoľko 
desiatkov rokov a to aj napriek nárastu výpočetného výkonu vďaka technológii Nvidia CUDA. Preto 
možnosť zapojiť väčšie množstvo počítačov s výkonnými grafickými kartami do výpočtu by výrazne 
urýchlilo hľadanie správnej šifry a posunulo by to možnosti využitia oveľa viac do bežnej praxe. 
Medzi ďalšie možnosti rozšírenia patrí doplnenie rozoznávania rôznych druhov 
bezpečnostných mechanizmov a ich implementácia tak, aby ich bolo možné spracovávať paralelne 
pomocou grafickej karty. Týmto by vznikol komplexný testovací nástroj bez obmedzenia na druh 
zabezpečenia bezdrôtovej siete. 
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Vylepšenie súčasného riešenia by sa rovnako mohlo týkať rozhodovacej logiky pri voľbe hesla 
aké použiť na výpočet kľúča. Program by si stanovil dobu, počas ktorej by používal slovník, a ak by 
heslo nebolo úspešne odhalené, následne by zapojil generovanie hesiel hrubou silou. Tieto varianty 
by sa mohli taktiež vhodne kombinovať za účelom zníženia doby potrebnej pre uhádnutie hesla.  
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