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Abstrakt
Tato práce se zabývá vytvořením programu sloužícího k editaci souborů v binární
podobě (tzv. HEX editoru). Tento program je určený pro platformy Windows, Linux,
a Mac OS.
V práci jsem provedl analýzu stávajících HEX editorů, podle níž jsem navrhl a
vytvořil editor nový. Tento program obsahuje základní funkce běžné pro HEX editory
a zároveň je navržen tak, aby bylo možné ho v budoucnu jednoduše rozšiřovat.
Klíčová slova hex editor, multiplatformní, velké soubory, aplikace, jazykD,GTK+,
GtkD
Abstract
This thesis describes the development of a program used to edit files in a binary form.
(HEX editor). This program is designed to run on Windows, Linux and Mac OS plat-
forms.
In the thesis I have done an analysis of contemporary HEX editors based on which
I have designed and implemented a new one. The program supports basic functions
common for HEX editors and is designed in a way that allows for adding additional
features.
vii
Keywords hex editor, multiplatform, large files, application, D language, GTK+,
GtkD
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Úvod
Editory binárních souborů(takzvané HEX editory) jsou programy určené k úpravě
souborů, které nelze lépe interpretovat než jako blok dat. Důvodů pro to může být
hned několik: Formát souboru je neznámý, hlavička souboru je poškozená, nebo ne-
existuje specializovaný software pro daný formát.
V současné době existuje velké množství programů, které jsou schopny do jisté
míry fungovat jako HEX editory. Pokud si ale uživatel přeje používat stejný editor
na více platformách má již značně omezený výběr. Většina editorů je totiž omezena
právě na jednu platformu.
Také existují editory, které lze používat z prostředí webového prohlížeče a tím
pádem na více platformách. Ty avšak k provozu potřebují připojení k internetu, které
nemusí být vždy dostupné. V těchto případech získávají výhodu opět klasické pro-
gramy.
Cílem této bakalářské práce bude vytvoření nového HEX editoru, který poskytne
alespoň základní funkce, které běžně tyto editory nabízejí. Zároveň tento editor bude
určený pro tři hlavní platformy: MS Windows, Linux, Mac OS.
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Kapitola1
Analýza
V této kapitole je provedena analýza některých současných HEX editorů. Při výběru
programů k byly preferovány moderní HEX editory s grafickým rozhraním. Cílem
tohoto procesu je nalezení základních funkcí těchto programů, sestavení požadavků
na nový HEX editor a běžných případů užití.
1.1 HxD Hex Editor [1]
HxD Hex Editor je volně šiřitelný editor určený pro platformuWindows. V textovém
zobrazení lze přepínat kódováni mezi několika osmibitovými kódováními. Chybí zde
podpora textu složeného ze znaků Unicode. Editor neobsahuje překladač dat 1.
Ze základních funkcí editor podporuje klasické funkce známé textových editorů:
Kopírovat, Vložit, Najít & Nahradit případně Přejít na adresu. Dále dokáže editovat
velké soubory či upravovat úseky paměti nebo disku.
Obrázek 1.1: Snímek obrazovky HxD Hex Editoru.
1Zobrazení dat ve formě různých základních datových typů
3
1. Analýza
1.2 wxHexEditor [2]
wxHexEditor je open-source HEX editor s podporou velkých souborů. V textovém
zobrazení umožňuje volbu mezi různými kódováními, od ASCII až po varianty UTF.
Editace textu je ale možná jen v ASCII kódování. Součástí editoru je překladač dat
s podporou základních datových typů a přepínání endianity.
Kromě těchto funkcí navíc nabízí možnost označit úseky dat pomocí tagů, zobra-
zení dat jako instrukce assembleru, načtení dat z paměti RAM určitého procesu atd.
Další výhodou tohoto editoru je dostupnost překladů do mnoha jazyků.
wxHexEditor podporuje platformy MS Windows, Mac OS a Linux. Navzdory
velkému množství funkcí je tento editor stále ještě v beta verzi a při jeho užívání lze
narazit na problémy se stabilitou.
Obrázek 1.2: Snímek obrazovky programu wxHexEditor.
1.3 010 Editor [3]
010 Editor od SweetScape Software je komerční editor textových a binárních sou-
borů. Ze zde popsaných editorů obsahuje nejvíce podpůrných funkcí. Jako klasické
HEX editory zobrazuje soubor zároveň v hexadecimální a textové podobě. V texto-
vém zobrazení umožňuje vybrat mezi různými způsoby kódovaní textu, přičemž na
rozdíl od wxHexEditoru podporuje přímou editaci textové části i v UTF-8 kódování.
Z pohledu vstupní dat podporuje možnost editace velkých souborů a nebo přímo
paměti procesu.
Hlavní předností tohoto editoru je možnost definovat si vlastní struktury pomocí
skládání známých datových typů. Tyto struktury potom editor přehledně zobrazí vedle
základních typů.
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010 Editor podporuje platformy MS Windows, Mac OS a Linux. Jeho jedinou
nevýhodou je jeho cena, která se pro komerční užití pohybuje okolo 130$.
Obrázek 1.3: Snímek obrazovky programu 010 Editor.
1.4 HexEd.it [4]
HexEd.it je volně dostupný HEX editor. Od ostatních, zde zmíněných editorů se liší
tím, že se jedná o webovou aplikaci. I přesto ale podporuje velké soubory bez nutnosti
jejich uploadu na vzdálený server. V textovém zobrazení lze vybrat mezi několika
osmibitovými kódováními. Avšak chybí v něm podpora UTF kódování.
Součástí editoru je překladač dat s podporou datových typů pro čas a datum.
Velkou nevýhodou tohoto editoru je nutnost připojení k internetu pro jeho spuš-
tění.
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Obrázek 1.4: Snímek obrazovky programu HexEd.it
1.5 Shrnutí
V následující tabulce jsou navzájem porovnány vybrané funkce editorů. Existence
funkce v editoru je vyznačena symbolem +.
Editory
Funkce HxD wxHexEditor 010 Editor HexEd.it
Kopírovat a Vložit + + + +
Vyhledat a Nahradit + + + +
Krok zpět + + + +
Kódování textu + + + +
Více-bytová kódování + +
Podpora velkých souborů + + + +
Překladač dat + + +
Čtení z procesu + + +
Režim vkládání + + +
Přejít na + + + +
Editor struktur +
Rozpoznávání formátů + +
Tabulka 1.1: Porovnání funkcí HEX editorů
Z analýzy zmíněných HEX editorů vzešly následující společné základní funkce:
• Kopírovat a Vložit
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• Vyhledat a Nahradit
• Krok zpět
• Přejít na
• Podpora velkých souborů
• Podpora různých kódování v textovém zobrazení
I když se zmíněné editory lišily v nabídce podporovaných kódování, všechny
obsahovaly možnost jejich změny.
Ve většině z editorů byla také dostupná funkce překladu dat, která je obvyklou sou-
částí všech novějších editorů. Její absence v programu HxD Hex Editor může být
způsobena tím, že ze zde zmíněných programů je HxD Hex Editor ten nejstarší.
7
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Návrh
Na základě provedené analýzy bude vytvořena specifikace požadavků softwaru. Podle
těchto požadavků se sestaví běžné případy užití. Na závěr bude zkontrolováno pokrytí
všech funkčních požadavků případy užití.
2.1 Specifikace požadavků
Zde následuje soupis požadavků pro vytvářený HEX editor. Požadavky vznikly na zá-
kladě provedené analýzy již existujících aplikací. Prioritizovány byly základní funkce
ve snaze vyvinout jednoduchou, avšak stále užitečnou aplikaci. Další funkce, které by
bylo možné v budoucnu implementovat, jsou popsány v kapitole Možná Rozšíření.
2.1.1 Funkční požadavky
• F1: Úprava binárních souborů
Editor pracuje se soubory jako s binárními daty. Formát souboru nebude mít
vliv na funkčnost editoru.
• F2: Hexadecimální zobrazení
Data souboru budou zobrazena v hexadecimální formě po celých bytech. Na
okraji hexadecimálního zobrazení bude pro přehlednost napsán aktuální posun
v souboru. V hexadecimálním zobrazení půjde editovat soubor po jednotkách
bytů. Zápisem dojde k nahrazení dat na aktuální pozici kurzoru. Délka souboru
se nezmění.
• F3: Textové zobrazení
Data souboru budou zobrazena v textové podobě. Uživatel bude moci přepínat
mezi podporovanými kódování textu. Editor bude podporovat kódování ASCII,
a UTF-8. Přítomnost neplatných nebo nezobrazitelných znaků nenaruší činnost
programu.
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Textové zobrazení bude při použití ASCII kódování podporovat zápis na aktu-
ální pozici kurzoru. Zápisem dojde k nahrazení dat. Délka souboru bude neo-
vlivněna.
• F4: Kopírovat a Vložit
Uživatel bude mít možnost zkopírovat úsek souboru na jiné místo. Vložená
data přepíší stávající. Nedojde k prodloužení souboru.
• F5: Vyhledat a Nahradit
Funkce Vyhledat umožní uživateli zadat HEX řetězec pro vyhledání v souboru.
Editor poté posune zobrazení na jeho následující výskyt a zvýrazní ho. Pomocí
funkce Nahradit půjde tento řetězec automaticky přepsat jiným, uživatelem za-
daným řetězcem. Oba řetězce musí mít stejnou délku.
• F6: Překladač dat
Vybraná data půjde zobrazit jako základní datové typy. Mezi ně budou patřit
celočíselné typy (byte, short, int, long) a typy s pohyblivou desetinnou
čárkou. U celočíselných typů půjde přepínat mezi variantami se znaménkem a
bez. U všech typů bude možnost zvolit endianitu.
Pomocí typů zobrazených v překladači dat budemožné editovat obsah souboru.
• F7: Podpora velkých souborů
Editor bude umožňovat práci se soubory většími než dostupná RAM paměť
počítače.
• F8: Zpět a Vpřed
Úpravy souboru budou evidovány, tak aby uživatel mohl pomocí tlačítka Zpět
vrátit změněná data do původního stavu. TlačítkoVpřed provede poslední vrá-
cenou úpravu.
• F9: Přejít na
V editoru bude funkce Přejít na, která uživateli umožní rychle přeskakovat na
zadanou pozici souboru.
2.1.2 Nefunkční požadavky
• FN1: Podpora více platforem
Editor bude určený alespoň pro platformy MS Windows (Windows 7), Linux
(Ubuntu 17.04), Mac OS (macOS 10.12 Sierra).
10
2.2. Případy užití
2.2 Případy užití
Následující případy užití popisují běžné fungování aplikace z pohledu uživatele.
1. U1: Otevření souboru
Uživatel pomocí tlačítka v menu vybere soubor k otevření. Výběr souboru není
omezen typem souboru ani jeho velikostí. Po otevření se soubor zobrazí v edi-
toru a bude možné provádět jeho úpravy.
2. U1.1: Vybrat oblast souboru
Uživatel pomocí myši vybere oblast v souboru o délce jednoho nebo více bytů,
nad kterou se budou provádět následující operace.
3. U2: Úprava hexadecimální podoby
Uživatel upraví soubor pomocí hexadecimálního zobrazení. Zápis dat probíhá
na začátek vybrané oblasti. Po zápisu se vybraná oblast posouvá na další byte.
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4. U3: Úprava textové podoby
Uživatel zobrazí soubor v textové podobě. Pokud je soubor zobrazen v ASCII
kódování, lze jeho v tomto zobrazení jeho text i editovat. Zápis textu probíhá
na začátek vybrané oblasti. Po zápisu se vybraná oblast posouvá na další znak.
5. U4: Zobrazení jako datový typ
Data vybrané oblasti se automaticky zobrazují jako základní datové typy v pře-
kladači dat. Pokud je oblast výběru menší než velikost datového typu, použijí
se data následující za vybranou oblastí. V případě, že neexistuje dostatek bytů
pro překlad datového typu, nebude překlad zobrazen.
6. U5: Kopírovat
Vybranou oblast uživatel kopíruje do schránky pomocí volbyEdit->Copy vmenu
programu, nebo použitím klávesové zkratky (Ctrl+C).
7. U6: Vložit
Data ze schránky uživatel pomocí volby Edit->Paste v menu programu, nebo
použitím klávesové zkratky (Ctrl+V) vloží na vybranou oblast v souboru. Data
se vloží na místo od prvního bytu vybrané oblasti. V případě, že oblast pro
vložení je menší než kopírovaná data, bude konec vložené oblasti překročen,
tak aby byla kopírovaná data zapsána celá.
8. U7: Vyhledat
Kliknutím na tlačítko Edit->Search & Replace v menu programu uživatel
spustí funkci vyhledání. Zobrazí se okno, kam uživatel zadá vyhledávaný hexa-
decimální řetězec. Po kliknutí na tlačítko Search se následující výskyt tohoto
řetězce označí v souboru a přesune se k němu zobrazení. Opakovaným kliknu-
tím na toto tlačítko lze procházet k dalším výskytům.
9. U8: Nahradit
V dialogu Search&Replace, otevřeným pomocíU8, uživatel zadá řetězec pro
náhradu. Po kliknutí na tlačítkoReplace bude aktuálně nalezený výskyt nahra-
zen tímto řetězcem a bude vyhledán další výskyt původního řetězce. Hledaný
i nahrazený řetězec musí být platné hexadecimální řetězce se stejnou délkou.
10. U9: Přejít na
Kliknutím na tlačítko Edit->Go to v menu programu se spustí dialog Přejít
na. Uživatel bude vyzván k zadání čísla bytu. Po potvrzení se zobrazení editoru
přesune na zadaný byte souboru.
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2.3 Pokrytí požadavků případy užití
V této sekci následuje tabulka mapující případy užití na funkční požadavky aplikace.
Cílem této tabulky je snazší kontrola splnění všech funkčních požadavků. Pokrytí
požadavku případem užití je v této tabulce značeno symbolem +.
Pro případ užití U1.1 není v tabulce samostatný sloupec. Tento případ je již sou-
částí jiných případů.
Případy užití
Požadavky U1 U2 U3 U4 U5 U6 U7 U8 U9
F1 +
F2 +
F3 +
F4 + +
F5 + +
F6 +
F7 + + +
F8 + + + + +
F9 +
Tabulka 2.1: Pokrytí funkčních požadavků případy užití
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Kapitola3
Vývojový proces
V této kapitole jsou popsány použité nástroje a postup vývoje.
3.1 Nástroje a technologie
V této sekci jsou popsány nástroje a knihovny použité k implementaci programu.
3.1.1 Programovací jazyk D
Jako programovací jazyk byl zvolen jazyk D[5]. Jedná se o vysokoúrovňový jazyk
se statickými datovými typy, syntaxí podobný jazykům C a C++. Paměť v jazyku
D je spravována pomocí garbage collectoru2. Na rozdíl od některých jiných jazyků
s automaticky spravovanou pamětí je jazyk D kompilován přímo do strojového kódu.
Tím pádem nevyžaduje od koncového uživatele instalaci runtime knihovny.
3.1.2 Gtk+
Pro uživatelské rozhraní byla zvolena knihovna Gtk+ [6]. Pomocí této knihovny lze
vytvořit platformně nezávislé uživatelské rozhraní.
Gtk+ je pro jazyk D dostupná přes pomocnou knihovnu GtkD [7]. GtkD nabízí
přístup ke knihovně Gtk+ pomocí objektově orientovaného API a datových typů ja-
zyka D.
3.1.3 DUB
DUB [8] je program určený ke správě a sestavení balíčků jazyka D. Pomocí jeho
rozhraní lze automaticky stáhnout potřebné knihovny a zahájit kompilaci bez ohledu
na aktuální platformu. Pro tento projekt byl DUB využit ke zjednodušení kompilace
pro koncové uživatele zdrojového kódu.
2část programu, která dle potřeby vrací systému neuvolněnou paměť
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3.1.4 Visual D
Visual D [9] je rozšiřující balíček pro vývojové prostředí Visual Studio[10], které
samostatně jazyk D nepodporuje. S tímto balíčkem dokáže Visual Studio pracovat
se soubory a aplikacemi psanými v D, přičemž na pozadí využívá jiný kompilátor.
V tomto případě byl použit referenční kompilátor DMD[11].
3.1.5 Git
Git [12] je open source verzovací systém určený primárně pro textové soubory.
3.2 Postup
1. Ověření funkčnosti nástrojů
Před samotným vývojem aplikace bylo nutné ověřit, zda zvolené nástroje a
technologie fungují na požadovaných platformách.
Pomocí dříve specifikovaných nástrojů byla vytvořena jednoduchá GtkD apli-
kace. Její úspěšnou kompilací a spuštěním se ukázalo, že je možné pokračovat
v další práci s vybranými nástroji.
2. Vytvoření prototypu programu
Nejprve byl vytvořen prototyp programu. Tento prototyp umožňoval číst sou-
bory a zobrazovat jejich obsah v hexadecimální podobě. Během vytváření to-
hoto prototypu vyšly najevo problémy se zobrazováním dat. Tyto problémy a
jejich řešení jsou blíže popsány v sekci DataViewport.
3. Iterativní přidávání funkcí
Postupně byly po částech přidávány nové funkce. Při každém rozšíření nebo
úpravě editoru došlo k jeho testování.
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Implementace
4.1 Přehled systému
Základem programu je třída HexEditor. Jejím úkolem je sestavení uživatelského
rozhraní a spravování interakce mezi komponentami editoru.
Jednou z těchto komponent je třída FilePresenter, která poskytuje souborová
data zobrazovací třídě FileView a nabízí API pro operace nad souborem.
Druhou komponentou je třída TranslatorPresenter, která spravuje překladač
dat a poskytuje data jeho jednotlivým součástem.
Obě tyto komponenty nepracují přímo nad soubory, ale nad pomocnou třídou
FileProxy.
Hexadecimální a textové zobrazení je zapouzdřeno ve třídě FileView. Kompo-
nenty této třídy se starají o zobrazení dat a procházení souborem.
Obrázek 4.1: Komponenty třídy HexEditor.
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4.2 Zobrazení bytových bloků a textu
O zobrazení binární a textové podoby dat se stará třída FileView. Jedná se o imple-
mentaci návrhového vzoru Facade. Vzor Facade nabízí rozhraní vyšší úrovně k čás-
tem podsystému a tím usnadňuje jeho použití. [13, str. 185].
Uvnitř této třídy je zobrazení provedeno pomocí dvou instancí třídy DataViewport.
Těmto instancím jsou data poskytována třídami, které implementují rozhraní
IDataPresenter. V závislosti na požadovaném typu dat to jsou buďto třída
HexPresenter, nebo třída TextPresenter.
Obrázek 4.2: Komponenty třídy HexEditor.
4.2.1 DataViewport
DataViewport je widget3 starající se o zobrazení dat poskytovaných z IDataPresenter.
První implementace této třídy využívala knihovní třídu GtkTextView. Tato třída
je určená k zobrazení formátovaného textu v ohraničeném prostředí. Výhodou je již
existující API k editaci vnitřního textu. Použití GtkTextView se však ukázalo jako
nevhodné. Problémy této třídy mimo jiné byly:
• Nízká kontrola nad finálním rozložením textu.
3Widget - Základní prvek uživatelského rozhraní tvořeného v knihovně Gtk+
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V závislosti na velikosti písmena docházelo k lámání řádků na nevhodných
místech. Tento problém nastával i při využití neproporcionálního písma. Prav-
děpodobně to způsobily různé šířky znaků Unicode.
• Pracná manipulace s jednotlivými bytovými skupinami.
Pro odsazení jednotlivých bytů by bylo nutné vkládat pravidelně oddělující
znaky. Ty by způsobily pracnější manipulaci s konkrétním prvkem.
• Nekonzistentní formátování.
V textovém zobrazení znaky typu Unicode měnily formátování okolí. Napří-
klad znaky arabské abecedy změnily tok textu celého řádku. Dále také znaky,
které nebyly fontem definované, získaly automaticky vygenerovanou podobu
Tato podoba ještě více rušila formátování.
Následně bylo rozhodnuto o použití vlastní implementace zobrazování textu, která
by přesněji odpovídala požadavkům aplikace. Tyto požadavky byly:
• Zobrazení textu vsazené do řádů a sloupců
• Změna velikosti zobrazované oblasti podle rozměrů okna.
• Zvýraznění vybraného textu
Výsledná implementace DataViewport rozšiřuje knihovní widget GtkDrawingArea.
K vykreslování využívá rozhraní Cairo, které je součástí knihovny Gtk+.
Vhodnějším řešením by se mohlo zdát využití existujícího rozhraní Pango, které
rozšiřuje Cairo o podporu fontů a formátování. PangoAPI ale využívá třídu PangoLayout,
která způsobila problémy s formátováním popsané výše.
4.2.2 Změna velikosti okna
Jedním z požadavků na chování editoru je změna velikosti zobrazované části
DataViewport podle toho, jak uživatel mění velikost okna. V tomto konkrétním
případě bylo třeba nastavit velikost obou instancí DataViewport tak, abyměly stejné
počty řádků a sloupců, a zároveň nepřekročily dané rozměry okna.
Řešením je, že obě instance informují rodičovksou třídu FileView o rozměrech
jedné buňky textu a ta poté nastaví jejich rozměry. Nastavení rozměrů ale nedovolo-
valo zmenšení okna pod poslední požadovanou velikost.
To bylo vyřešeno uzavřením oken DataViewport do GtkScrolledWindow. Tato
třída primárně slouží k vytvoření posuvníků kolem svého obsahu, ale jako vedlejší
efekt dovoluje své zmenšení pod velikost požadovanou obsahem. Po zmenšení jsou
rozměry DataViewport aktualizovány na novou hodnotu.
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4.3 Podpora velkých souborů
Funkčním požadavkem F7 je podpora velkých souborů. Tedy je vyžadováno, aby
operace pracující se soubory dokázaly pracovat bez nutnosti načítání celého souboru.
Toho je docíleno pomocí třídy FileProxy,která implementuje návrhový vzor
Proxy. Tento vzor místo původního objektu nabízí jeho náhradu, s cílem kontroly
přístupu k původnímu objektu.[13, str. 207]
Třídy využívající FileProxy s touto třídou pracují jako s obyčejným souborem.
Uvnitř tato třída postupně načítá potřebná data.
4.3.1 FileProxy
Data jsou ve FileProxy uložena v podobě stránek s pevně danou velikostí. V případě
požadavku na data mimo právě načtené stránky se požadovaná stránka načte z disku.
Následné přístupy jsou poté přímo do paměti. To zaručuje, že při delší práci na stejném
místě v souboru neexistuje zpomalení, které by nastalo s přímým přístupem na disk.
V případě překročení limitu stránek jsou nepotřebné neupravené stránky zaho-
zeny. Upravené stránky jsou zapsány do dočasného souboru, a v případě jejich po-
třeby bude načtena tato upravená verze. Díky tomu lze postupně upravovat různá
místa v souboru bez nutnosti přímého zápisu na disk. Upravená data jsou do původ-
ního souboru zapsána až během uložení souboru.
FileProxy dále využívá vzoru Observer. Tento vzor definuje závislost 1:N mezi
objekty, která při změně v hlavním objektu ostatní upozorní a aktualizuje. [13, str. 293]
Třídy implementující rozhraní IFileUpdateListener jsou po registraci pomocí
registerUpdateListener() upozorněny na změny v souboru, a mohou si vyžádat
nová data.
Obrázek 4.3: Rozhraní FileProxy
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4.4 Zpět a Vpřed
Systém „Zpět aVpřed“ je implementován pomocí návrhového vzoruCommand. Tento
vzor zapouzdří požadavek do objektu, tak aby ho bylo možné evidovat. [13, str. 233]
Vratitelná akce je v systému reprezentována pomocí rozhraní ICommand. Tyto
akce se po spuštění v metodě HexEditor.runCommand() provedou a vloží do his-
torie. Třídy implementující rozhraní ICommand si ukládají data potřebná k prove-
dení a navrácení příkazu. Změny způsobené příkazem lze vrátit zpět pomocí metody
undo() rozhraní ICommand.
Aktuálně je v editoru implementován jediný typ příkazu, FileChangeCommand.
Pomocí něj jsou prováděny úpravy souboru. To zaručuje, že jsou všechny tyto změny
vratné.
4.5 Překladač dat
Základem překladače dat je třída TranslatorPresenter. Jejím úkolem je tvorba a
přesun dat do jednotlivých zobrazení typů.
Každý datový typ podporovaný překladačem je reprezentován pomocí instance
typu DataType. Tato třída využíva návrhový vzor Factory Method. Třídy využívající
tento vzor nabízí rozhraní k tvorbě nového objektu, jehož implementaci nechávají na
podtřídě. [13, str. 107]. Pomocímetody DataType.createDisplayWidget() je vy-
tvořeno konkrétní zobrazení pro daný datový typ. Toto zobrazení implementuje roz-
hraní IDataDisplay, které slouží třídě TranslatorPresenter k aktualizaci dat.
Základní zobrazované typy jsou tvořeny specializací šablony BasicDataType,
která k zobrazení a editaci poskytuje instanci typu BasicTypeBox.
Každému datovému typu v překladači stačí jako vzor instance. Z toho důvodu
bude možno zobrazované typy v budoucnu rozšířit o typy generované za běhu pro-
gramu. Např. struktura známých typů načtená ze souboru.
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Obrázek 4.4: Diagram tříd překladače dat
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Testování
Součástí vývojového cyklu softwaru je i pravidelné testování. Program byl při vývoji
testován automatickým spouštěním unit testů. Mimo to probíhalo manuální testování.
Oba druhy testování probíhaly na všech platformách.
5.1 Automatické testování
Automatické testování bylo zajištěno pomocí unit testů. Tyto testy kontrolují správné
chování třídy jako samostatného kusu.
Unit testy byly vytvořeny pouze pro místa, kde toto testování dosáhlo největší
efektivity.Mezi ty patří třídy, které pracují s binárními daty: FileProxy, CacheSystem,
a funkce, které mají přesně definované vstupy a výstupy: konverze datových typů,
převod na text v kódování apod.
Rozdělení tříd jako DataViewport na vizuální část, a třídu která poskytuje data
(HexPresenter,TextPresenter) umožnilo testovat datové třídy nezávisle na uži-
vatelském rozhraní.
5.1.1 Unit testy v jazyce D
JazykD nabízí hned několik prostředků k usnadnění testování pomocí unit testů. Dává
možnost označit úsek kódu jako test blokem unittest{..} a také pomocí bloků
in{..},out{..},invariant{..} kontrolovat validitu vstupů a stav instance třídy.
V případě kompilace s přepínačem -unittest budou tyto testy zahrnuty do apli-
kace a spuštěny před každým během programu. Kompilace s nuceným během testů
byla využita při vývoji. Bylo tak zajištěna správnost chování funkcí a omezeny chyby
vzniklé při jejich úpravě.
Verze programu určená k vydání byla kompilována bez těchto testů, aby nedošlo
ke zbytečnému zpomalení. Ve finální verzi byla ponechána kontrola rozsahu polí.
V případě neplatného přístupu do pole bude tak program ukončen chybou a nedojde
k nedefinovanému chování.
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5.2 Manuální testování
Při manuálním testování byl kontrolován správný průběh případů užití a jejich výsle-
dek. Manuální testování umožnilo rychle kontrolovat funkčnost prvků uživatelského
rozhraní bez nutnosti vytváření imitačních tříd.
5.3 Testování na ostatních platformách
Program byl primárně vyvíjen na platformě Windows. Na ostatních platformách do-
cházelo jen k jeho testování. Během tohoto testování byly objeveny následující plat-
formně specifické vlastnosti:
Windows 7
• Při použití klasické funkce main() docházelo k zobrazení konzolového okna.
Pro jeho odstranění bylo potřeba při linkování správně nastavit definiční soubor
freehex.def a jako vstupní bod programu použít funkci WinMain()
Ubuntu 17.04
• Parsovací funkce standardní knihovny jazyka D parse!() nedokázala převést
do binární podoby desetinná čísla s oddělovačem „,“ (čárka).
Tento problém na platformě Windows nenastal. Opačný převod z binární po-
doby na číselný řetězec pomocí funkce to!() fungoval správně. Pravděpo-
dobně se jedná o chybu ve standardní knihovně. Program byl upraven tak, aby
přijímal obě varianty.
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Výsledný program
V této kapitole je popsán výslednýHEX editor. Vývoj programu probíhal s pracovním
názvem Freehex. Nejprve jsou funkce editoru porovnány s analyzovanými editory,
poté jsou navržena možná budoucí rozšíření.
6.1 Freehex
Byl vytvořen multiplatformní HEX editor podporující základní funkce ostatních edi-
torů. Srovnání těchto funkcí je v následující tabulce (Vyvinutý program je uveden pod
pracovním názvem Freehex):
Editory
Funkce HxD wxHexEditor 010 Editor HexEd.it Freehex
Kopírovat a Vložit + + + + +
Vyhledat a Nahradit + + + + +
Krok zpět + + + + +
Kódování textu + + + + +
Více-bytová kódování + + +
Podpora velkých souborů + + + + +
Překladač dat + + + +
Čtení z procesu + + +
Režim vkládání + + +
Přejít na + + + + +
Editor struktur +
Rozpoznávání formátů + +
Tabulka 6.1: Porovnání funkcí HEX editorů
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Obrázek 6.1: Snímek obrazovky programu Freehex.
6.2 Možná rozšíření
V této sekci jsou popsána možná rozšíření programu. Jsou mezi nimi užitečné funkce
HEX editorů, které ale nebyly zařazeny mezi nutnou součást této aplikace.
6.2.1 Další kódování textu
Podpora více kódování textu, případně zápisu v dalších kódováních kromě ASCII.
Více-bytová kódování by využila existenci režimu vkládání pro zápis textu.
6.2.2 Vyhledat a Nahradit v samostatném vlákně
Puštění vyhledávací funkce v samostatném vlákně zabrání „zamrznutí“ aplikace při
hledání ve velkých souborech.
6.2.3 Režim vkládání
Přepínání mezi režimem přepisu a vkládání. Režim vkládání by umožnil zápis do
středu souboru bez nutnosti okamžitého posunu všech následujících dat. Pro imple-
mentaci režimu vkládání by se musela změnit implementace třídy FileProxy. Sou-
časná implementace totiž využívá dělení souboru na stejně velké celky.
6.2.4 Editor struktur
Editor struktur by umožnil uživateli kombinovat známé datové typy do nových celků.
Implementace editoru struktur by vyžadovala rozšíření základní třídy DataType o kom-
binovaný typ a vytvoření systému pro jeho úpravu.
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6.2.5 Úprava paměti procesu jako souboru
Možnost editovat paměť procesu jako běžný soubor. Implementace by vyžadovala
tvorbu nové třídy s rozhraním podobným třídě FileProxy. Tato třída by místo čtení
souboru používala systémové API na čtení paměti. Protože ve standardní knihovně
není jednotné API pro práci s pamětí, musela by třída obsahovat samostatnou imple-
mentaci pro každou platformu.
6.2.6 Detekce známých formátů
Detekce formátu souboru a následné zobrazení nebo zvýraznění jeho zajímavých
částí. Zobrazení může využívat editoru struktur.
6.2.7 Úprava vizuální podoby editoru
Úprava velikosti textu, použitých fontů, barvy zvýraznění apod.
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Závěr
Cílem práce bylo vytvořit volně šiřitelný multiplatformní HEX editor, který by na-
bízel alespoň základní funkce běžné mezi ostatními editory a podporoval platformy
Windows, macOS a Linux.
Byla provedena analýza současných HEX editorů, která vymezila jejich základní
funkce. Následně byl proveden návrh, implementace a testování nového editoru, který
splňuje výše vymezené požadavky.
Tento HEX editor nabízí rozhraní podobné již existujícím aplikacím a poskytuje
základní funkce těchto editorů. Jeho funkčnost byla testována na vybraném systému
od každé platformy.
Dále byly v praci popsány rozšiřující funkce, které by se v budoucnu mohly stát
součástí programu.
29

DodatekA
Seznam použitých zkratek
ASCII American Standard Code for Information Interchange, česky: Americký stan-
dardní kód pro výměnu informací.
UTF-8 Unicode Transformation Format, způsob kódování řetězců Unicode.
HEX Hexadecimální, reprezentace čísel v šestnáctkové soustavě.
API Application programming interface, česky: Programovací rozhraní aplikace.
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DodatekB
Obsah přiloženého CD
contents.txt....................................stručný popis obsahu CD
userGuide.pdf............................uživatelská příručka k programu
programmerGuide.pdf.................programátorská příručka k programu
bin............................adresář se spustitelnou formou implementace
windows................................. spustitelná forma pro windows
linux.......................................spustitelná forma pro linux
macOS.....................................spustitelná forma pro macOS
src
impl.......................................zdrojové kódy implementace
thesis...........................zdrojová forma práce ve formátu LATEX
text........................................................... text práce
thesis.pdf..................................text práce ve formátu PDF
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