The popular and well-known BitTorrent peer-topeer protocol offers fast file distribution in a highly scalable way. Several studies have investigated the properties of this protocol, mostly focusing on heterogeneous end-user environments such as the Internet, with asymmetric connections. In this paper however, we focus on the usage of the BitTorrent protocol in homogeneous local environments with symmetric bandwidth properties. Compared with a traditional client-server setup, the use of BitTorrent in such settings can offer huge benefits in performance and scalability, allowing bandwidth sharing and high speed file distribution. We aim to improve the performance of such networks with a novel mechanism for replication using so-called replicators, which replicate a subset of the files in the system. A mathematical model of the resulting Replicated BitTorrent is presented and validated by emulation. Furthermore, we present simulation results that provide insight in the performance of Replicated BitTorrent networks with dynamic peer arrivals and departures. The results show that Replicated BitTorrent significantly improves download times in local bandwidth-symmetric BitTorrent networks.
Introduction
Over the last few years, the BitTorrent [1] protocol has become widely used and has grown into a topic of increasing interest in the research community. Among the present day peer-to-peer (P2P) protocols, BitTorrent is clearly the most popular, especially for file sharing over the Internet. The most important reasons for its popularity are its outstanding scalability characteristics, as well as its tit-for-tat mechanism [2] which ensures that while downloading a file, users are automatically sharing parts of the file with others. Recently, various papers have been published [3, 4, 5] which contain theoretical models, simulations, and measurements considering the BitTorrent protocol, its performance, and its usage patterns.
Up until now, however, the focus regarding the application of BitTorrent and the research into its properties have been centered around file sharing by heterogeneous end-users on the Internet. A very important consideration in such environments is the often asymmetric nature of Internet connections such as ADSL. Since the BitTorrent protocol is based on the mutual exchange of file pieces by current downloaders, as well as on a certain amount of altruism by finished downloaders, the asymmetry in download and upload speeds of end-user connections is an important assumption in the analysis of the performance and scalability of the protocol. Furthermore, the behavior of peers in a 'general' file sharing context is very hard to predict. This paper is based on a different kind of environment for the application of BitTorrent: local environments with symmetric end-user connections. Important examples are corporate and academic LANs, in which P2P techniques have hardly been applied so far. Yet, in such environments BitTorrent could prove to be the ideal protocol for rapid local file distribution in a highly scalable way. Due to the BitTorrent protocol, users who are downloading the same file at the same time gain a huge profit from each other. As presented in [6] , the resulting download times are almost constant with respect to the number of downloaders. Even though there are no tailored implementations of BitTorrent for this context yet, many interesting possibilities can be imagined, such as high-quality multimedia services which use BitTorrent in the background for the actual content distribution.
In our work, we consider local environments in which a collection of files has to be available for all users in the network. A practical example is a university campus, where educational materials and multimedia files have to be available for all students. Currently, the common approach is to make all files available at a (collection of) central server(s), from where they can be downloaded using the FTP or HTTP protocol. Instead, we consider the use of the BitTorrent protocol for such transfers, in such a way that both the server(s) and the end-user machines transparently act as peers in the resulting peer-to-peer network. As our main contribution, we present, analyze, and simulate a novel replication mechanism which highly improves the performance and scalability of such bandwidthsymmetric BitTorrent networks: Replicated BitTorrent. We introduce the concept of replicators, which are special peers that replicate a subset of the files in the system, thereby increasing system performance. A model is devised in order to analyze the influence of these replicators, and is validated by emulation using real BitTorrent clients. Furthermore, we provide insight in the performance of Replicated BitTorrent in networks with dynamic arrivals and departures of peers. We have simulated Replicated BitTorrent networks with both homogeneous and Zipf-distributed file popularities. We have assessed various network configurations in order to compare client-server, BitTorrent, and Replicated BitTorrent performance. The results show that replicators significantly increase the performance, leading to download speeds that are up to 4 times as high as those in a regular BitTorrent system.
Replicated BitTorrent
In this section, we present our replication mechanism for bandwidth-symmetric BitTorrent networks. It has to be noted that throughout the rest of this paper, we make use of standard BitTorrent [1] terminology that can be found in many other publications on the subject. We will briefly introduce the relevant concepts of BitTorrent to those not yet familiar with the subject: in BitTorrent a file is divided into chunks, which are then bartered between peers that are interested in the file; a leecher is a peer who is in the process of downloading a file but has not yet finished; a seeder is a peer in possession of the whole file and sharing it with the network; a swarm associated with a file is the collection of peers leeching or seeding that file.
As mentioned in the introduction, we consider local BitTorrent environments in which a collection of files has to be available for all users in the network. Some of the peers, the sources, provide a central point for injecting content and ensure that at least one copy of every file is available. We now distinguish three types of seeders: (1) the sources, that seed all files and are assumed to be always online, (2) the peers that have finished a download and remain online for a certain amount of time, and (3) replicators. A replicator is a peer that is manually added to the network, and that is seeding a subset of the files that are available in the system. In Figure 2 , an example of a simple Replicated BitTorrent system with replicators is displayed.
The content of the replicators can be determined either in a non-autonomous or in an autonomous way. In the non-autonomous case, the content of each of the replicators is initialized manually and cannot be changed by the replicators themselves. In the autonomous case, the replicators monitor the requests in the system, and autonomously decide which files to seed according to their replication policy. Autonomous replicators are useful if the file popularity distribution is changing over time, in which case the replicators can maximize their contribution to the system by changing the files they seed. In this paper, however, we limit ourselves to fixed file popularity distributions, and therefore focus on non-autonomous replicators. The more sophisticated mechanism with autonomous replicators will be analyzed in future work.
Analysis
In this section we present a model to analyze the performance of Replicated BitTorrent in a given system with known swarm properties. We validate the model by emulation using real BitTorrent clients.
Model
We consider a Replicated BitTorrent system with a fixed number of sources and a fixed number of nonautonomous replicators. Each of the sources seeds all of the files available in the system. Each of the replicators seeds a subset of the available files. In the model, different replicators can seed different subsets of files, though the number of files seeded is constant over all replicators. In Section 3.4, we discuss the restricted case in which all of the replicators seed the same files. We introduce the following notation: The upload bandwidth of the sources. c r
The upload bandwidth of the replicators. c
The upload/download bandwidth of regular peers.
The fraction of replicators seeding file f .
We assume that a peer is downloading at most one file at a time so that its full download bandwidth is available for each single download. Furthermore, we do not take bartering overhead into account, that is, we assume that the bandwidth used for bartering fully results in effective download bandwidth. Since we assume that each source seeds the same files, we can without loss of generality assume that there is only one source (S = 1).
Scalability of the number of leechers
We will show that in the case of bandwidth symmetry, the effective download bandwidth of a leecher is independent of the number of leechers in a swarm.
Theorem 1 Let in a bandwidth-symmetric BitTorrent swarm of a file f the total available bandwidth of all seeders be u. Suppose that the leechers of this file are not seeding or leeching any other files. Then the following holds for the download speed d of any leecher:
Theorem 1 makes sense intuitively, since all bandwidth that is received by a leecher can be made available to other leechers. The proof is stated below. An illustration of the proof is displayed in Figure 3 .2.
Proof of Theorem 1
Suppose that the number of leechers in a particular swarm is n, and that every leecher obtains a download speed of u/n from the seeders. We assume first that u ≤ c. Since there are only (n − 1) leechers to barter with, not more than a bandwidth of (n − 1)(u/n) can be used effectively for bartering with the other leechers. The maximum download speed then becomes
When we do not take bartering overhead into account, and when all peers have at least one chunk to share, we can assume this maximum is reached. It follows that when a total speed of c is obtained from the seeders, the download speed of a leecher is maximal. Hence, u > c will always lead to an effective download speed of c.
Analysis of the download speed
In current BitTorrent implementations, the upload bandwidth of a peer is evenly shared among all files that it seeds or leeches. Since this also holds for the sources, each source provides a bandwidth of c s /F to each swarm in the system. With S = 1, it follows from Theorem 1 that any leecher of any file obtains an effective download speed from the source of d = min{ c s /F , c }.
The total available amount of bandwidth to a swarm of a specific file f consists of three contributions. First of all, the swarm receives its share of bandwidth from the source, which is c s /F . Secondly, there are M f peers that have finished downloading and are now seeding file f . Finally, there is the bandwidth contribution from the replicators. For a file f , there are β f R replicators that are seeding f , each of which divides its bandwidth over the Q files that it is seeding.
Because of Theorem 1, each of the leechers in the swarm will obtain an effective download speed that equals the total available bandwidth of all seeders. Hence, the effective download speed d f of a leecher in the swarm of file f is
Optimal number of replicators
Since the download bandwidth of the downloading peers is bounded by c, the increase in bandwidth due to the replicators is maximized when
If the number of replicators is such that given a certain β f , the resulting download bandwidth for file f is maximized, we call the replicator configuration optimal for f. If the configuration is optimal for all f , we call the configuration optimal. We define the optimal number of replicators R opt as the minimum integer value of R such that Eq. (2) holds for all f with β f > 0.
Speedup of a swarm
We calculate the speedup s f of a leecher of file f as the fraction d f /(d f | R=0 ). According to Eq. (1) this results in
Speedup of the system
If we want to consider the system as a whole, we have to take into account all leechers in all swarms. The average speedupŝ over all leechers in the system is thenŝ
Special case
In order to provide more insight into the practical implications of the model, we consider the special case in which all of the following assumptions hold: (1) all peers in the system have the same speeds (c s = c r = c); (2) finished downloaders immediately leave the system, which implies that M f = 0 for all f ; (3) the replicator configuration is homogeneous, i.e., all replicators seed the same files. A file f is therefore seeded by all or by none of the replicators. Hence, for every f it holds that either β f = 1 or β f = 0.
Let N be the total number of downloaders for all files. For the homogeneous configuration, we define the replication fraction α ≡ Q/F as the fraction of the available files that is seeded by the replicators. Eq. (4) is now reduced tô
According to Eq. (2), the speedup in this case is maximal if R ≥ R opt = α(F − 1) .
Model validation
In the previous sections we have analyzed the download speed in a single swarm of file f , and the speedup of the system achieved with the replicators. In order to validate the model, we have performed emulations of real swarms using real BitTorrent clients.
We have built a swarm emulator for this purpose, which is based on the simulator used in [7] . The emulator creates an artificial BitTorrent swarm and initiates a BitTorrent download.
We have emulated swarms with various numbers of replicators. In every emulation there is a single source (S = 1) that seeds 8 files (F = 8), and all speeds are homogeneous (c = c r = c s = 5 MB/s). Finished peers do not remain in the system (M f = 0 for all f ). We use only one leecher in every emulation, since the download speed in a swarm is independent of the number of leechers. The emulation results for different swarms are combined to determine the system speedup for α = 1/8, 1/4, 1/2 and 1, each with a varying number of replicators. The resulting values are compared with the values predicted by Eq. (5).
In Figure 3 .5, the system speedup is plotted, as well as the speed of leechers that reside in a swarm with replicators. The corresponding values along with the theoretical predictions are displayed in Table 1 . It can be observed in the table that the values for the speedup resulting from the emulations are very close to the values predicted by the model. It is reasonable to expect a small bartering overhead, as well as an error margin in the emulations. Note that when R ≥ R opt , the emulation values remain practically constant, as predicted by the model.
Evaluation
The validated model as presented in the previous section offers an accurate way to determine the speeds in a system where the specific swarm properties for every file f are known. We now want to provide insight in the behavior of a realistic system in which swarms and download speeds dynamically change due to arriving and departing peers. We have performed simulations of various configurations of bandwidth-symmetric networks, both with and without replicators. In this section we describe the simulation setup and we present the simulation results.
Simulation setup
We have simulated a bandwidth-symmetric BitTorrent network with one source (S = 1) that has F = 40 files available. There are 10 replicators (R = 10) that seed a fraction α = 1/4 of these files. The replicators are homogeneous and non-autonomous: each replicator seeds the same, fixed set of files. Given these parameters, the number of replicators is optimal (R = R opt ). All files have a size of 500 MB and all upload and download bandwidths in the system are set to 5 MB/s. In the system, peers requesting a file arrive according to a Poisson process with arrival rate λ. We have performed simulations for values of λ between 10 and 480 arrivals/hour. In each of the simulations Table 1 : The system speedup with varying numbers of replicators. The cases where the replicator configuration is (theoretically) optimal are printed in boldface. Each incoming request is associated with a specific file according to a given file popularity distribution. We have simulated two different file popularity scenarios: a homogeneous file popularity where every file has an equal probability of being requested, and a Zipf-distributed file popularity. In the homogeneous case, the replicators seed the same set of 10 arbitrary files. In the Zipf-distributed case, the replicators seed the 10 most popular files. We have assessed five different network configurations: (1) A client-server network (CS); (2) 
Results
In Figure 4 , the steady state download times are displayed for the two popularity distributions and the various network configurations. It can be observed that the client-server download time stays low until the arrival rate reaches a certain threshold, after which it explodes. This is to be expected since if requests arrive with a higher rate than the rate with which they can be finished by the server, the download speed drops to zero. The plain BitTorrent configuration shows a far better scaling behavior in which the download time converges to 4000 seconds. This again is intuitive since with a high enough arrival rate, swarms will be active for each of the 40 files continuously and the bandwidth of the source will be divided equally over these swarms. With a resulting bandwidth of 5/40 MB/s, a download of 500 MB naturally takes 4000 seconds.
For both file popularity distributions, the configurations with replicators perform much better than the other configurations. The most significant speedup is obtained in the Zipf case with immediate leave of finished peers, where replication leads to download times that are close to 25% of those in a network without replication. If finished downloaders are seeding as well, download times are still only 50% of the times without replication. In the homogeneous case, the trends suggest that in a configuration where finished downloaders remain in the system, the effect of replication will eventually diminish. This is intuitive since replicators are seeders, and if the number of other seeders in the system grows, the relative contribution of the replicators becomes less significant. Figure 4 (a) shows a decreasing download time when finished peers remain seeding, since the total contribution in bandwidth of finished peers naturally grows with the arrival rate of new peers.
Overall, it is clear from the results that replication highly increases the performance of bandwidthsymmetric BitTorrent networks, both with homogeneous and Zipf-distributed file popularity.
Related work
As mentioned in the introduction, most papers on BitTorrent focus on heterogeneous end-users sharing files on the Internet. A notable exception is the work presented in [6] and [8] , where BitTorrent-based data distribution on LAN-based desktop grids is studied. The authors show by experiments that BitTorrent clearly outperforms FTP for the dissemination of large files over a LAN, and present an enhancement of the protocol that improves the performance for small file distribution as well. However, replication mechanisms such as the one we present in this paper are not considered.
Replication and caching have been widely researched in a variety of contexts. In the context of P2P however, research until now has focused on (earlier) P2P protocols that are based on searching an instance of a requested file and directly transferring it from a particular location. In [9] , the effect of the number of replicas on search performance in unstructured P2P networks is investigated. This work is continued in [10] and [11] , where it is argued that a proportional replication scheme minimizes the download time, the workload, and the used network bandwidth. The authors furthermore show that near-proportional replication can be obtained by using an LRU cache replacement policy. In [12] , various replication strategies are compared as well and a square-root replication strategy is presented, which is argued to be better than both uniform and proportional replication. In [13] and [14] , the effect of various replication strategies on file availability and reliability is studied.
Conclusions
In this paper, we have presented a novel mechanism for replication in bandwidth-symmetric BitTorrent networks: Replicated BitTorrent. The concept of replicators is presented, which are peers that are added to a BitTorrent network, and replicate a subset of the files that are available in the system, thereby increasing the download speeds of downloaders in the system. We have presented and validated a mathematical model of Replicated BitTorrent which allows us to compute the download speeds and assess the benefit of replicators. Furthermore, we have simulated Replicated BitTorrent in a dynamic setting where download speeds and swarm properties change due to arriving and departing peers. The simulation results clearly demonstrate the significant speedup of
