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Resumo
Nos u´ltimos anos tem existido uma crescente competitividade entre as empresas de de-
senvolvimento de software, o que leva tambe´m a uma crescente preocupac¸a˜o da agilizac¸a˜o
e automatizac¸a˜o de va´rias tarefas de desenvolvimento dos seus projetos, dando uma maior
garantia de qualidade e eficieˆncia no desenvolvimento dos mesmos. Sa˜o va´rias as meto-
dologias e te´cnicas utilizadas para atingir esse objetivo, sendo as mais conhecidas e mais
postas em pra´tica, a Agile e a DevOps. Como tal, e seguindo esta tendeˆncia, a Accenture
tem procurado implementar metodologias de desenvolvimento mais a´geis nos seus proje-
tos tornando-se assim mais competitiva face a outras empresas no mercado. A esta nova
tendeˆncia de inovar e agilizar os projetos e´, por eles, dado o nome de New IT.
O projeto onde este trabalho foi inserido e´ responsa´vel pelo desenvolvimento aplica-
cional e manutenc¸a˜o de um sistema de comercializac¸a˜o de energia para uma empresa co-
mercializadora neste mercado. Neste e´, diariamente, realizado todo o processo de nego´cio
desde o registo de novos clientes ate´ a` faturac¸a˜o dos mesmos. Como tal, a qualidade e
rigor no desenvolvimento deste projeto e´ uma das principais prioridades da empresa e das
equipas envolvidas.
Uma vez que, no aˆmbito do New IT, e´ encorajada a automatizac¸a˜o de tarefas, seguindo
a metodologia DevOps e na˜o existindo ainda muito trabalho desenvolvido neste aˆmbito,
no projeto, este trabalho incidiu, principalmente, sobre a ana´lise e implementac¸a˜o de
testes automa´ticos.
Ao longo deste relato´rio sera´ apresentado e descrito, com detalhe, todo o trabalho
realizado neste aˆmbito desde a ana´lise, recuperac¸a˜o e operacionalizac¸a˜o de testes au-
toma´ticos existentes, ana´lise e implementac¸a˜o de novos casos de teste, integrac¸a˜o destes
numa plataforma de desenvolvimento contı´nua e de modo a que fosse permitido informar
as equipas sobre eventuais falhas dos testes. Para ale´m disto foi tambe´m realizada uma
ana´lise de possı´veis formas de avaliar a cobertura dos testes sobre o co´digo do projeto
fornecendo assim algumas me´tricas essenciais para a compreensa˜o e ana´lise da qualidade
e rigor com que o co´digo da aplicac¸a˜o e´ testado.
Palavras-chave: New IT, DevOps, Testes automa´ticos, Cobertura, Automatizac¸a˜o,
Integrac¸a˜o Contı´nua
v

Abstract
In recent years there has been a growing competition between most of the software
development companies. This competition leads to a growing concern about the agility
and the ability to effectively automate the various tasks related to software development.
This is done in order to give both project teams and companies a greater guarantee of the
quality and efficiency of their development pipelines and methodologies.
There are currently several methodologies and techniques used in order to achieve
this goal being the best known and most put into practice Agile and DevOps. As such,
following this trend of keeping itself both agile and efficient, Accenture has sought to
implement more effective development methodologies in its projects thus becoming more
competitive compared to other companies in the market.
To this new trend of innovating in the various technology related areas it is given, by
Accenture, the name New IT.
Given the fact that in the context of New IT, and following a DevOps methodology,
the automation of tasks is highly encouraged, and also the fact that there is currently not
much work done in this topic in the project where this work was developed, the main
focus of this work will then be the automation of test cases for a Web-based application.
Throughout this report will be presented and described in detail all the work developed
in this area starting with an analysis, recovery of existing and old automated tests, devel-
opment of new test cases and also the integration of these on a continuous development
platform.
In addition to this, there is also an analysis of possible ways and frameworks capable
of evaluating the coverage of the tests on the project code providing some essential metrics
for the understanding and quality analysis and rigor with which the application code is
tested.
Keywords: New IT, DevOps, Automated Tests, Code Coverage, Automation,
Continuous integration.
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Capı´tulo 1
Introduc¸a˜o
Devido a` competic¸a˜o existente no mundo da consultaria, a Accenture tem vindo a
apostar bastante na investigac¸a˜o e aplicac¸a˜o de novos modelos de nego´cio e metodologias
de desenvolvimento e que possam ser aplicadas nos seus projetos a nı´vel mundial. A esta
nova tendeˆncia de inovar e reinventar os seus me´todos de trabalhos e´ dado o nome de New
IT.
O New IT e´ caracterizado, pela Accenture, como uma evoluc¸a˜o mais a´gil tanto da tec-
nologia envolvida, como da cultura empresarial, ajudando-a a desenvolver melhor, mais
ra´pido e mais eficientemente tornando-se, assim, fundamental para a sobreviveˆncia e nı´vel
de competitividade da empresa no mercado.[4] De modo a alcanc¸ar esses objetivos a Ac-
centure procura aplicar estes ideais do New IT em quatro a´reas principais: automatizac¸a˜o
de tarefas, analı´tica de dados, multi-speed IT, alterac¸a˜o organizacional.[5]
Ao longo deste capı´tulo sera˜o descritos detalhadamente os pontos principais deste
trabalho, desenvolvido no aˆmbito do New IT, assim como a motivac¸a˜o, os objetivos e uma
breve contextualizac¸a˜o da empresa e do projeto no qual o mesmo foi desenvolvido.
1.1 Motivac¸a˜o
Atualmente vivemos num mundo com uma crescente quantidade de software a ser
desenvolvido diariamente para diversas a´reas essenciais como a educac¸a˜o, sau´de, admi-
nistrac¸a˜o. Com isto torna-se uma prioridade aumentar a rapidez e eficieˆncia do desenvol-
vimento bem como testar e garantir a qualidade do mesmo de modo a mitigar os riscos
envolvidos.
Realizar testes e avaliar a qualidade de um dado software nunca garante totalmente
a auseˆncia de erros no mesmo mas apenas nos mostra que estes existem e que, uma vez
corrigidos, estes na˜o devera˜o voltar aparecer. Isto garante uma melhoria e aumento de
confianc¸a da qualidade do software desenvolvido, tanto para a equipa de desenvolvimento
como para o cliente.
Uma vez que em projetos de maiores dimenso˜es testar manualmente o software se
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pode tornar uma tarefa muito morosa e dispendiosa, automatizar a execuc¸a˜o dos mesmos
e´ uma realidade ja´ posta em pra´tica em muitas empresas. A automatizac¸a˜o deste tipo
de tarefas esta´ muito ligada a` metodologia DevOps. Esta deriva da junc¸a˜o de Develop-
ment e Operations e a sua principal caracterı´stica e´ a pra´tica e defesa da automac¸a˜o e
monitorizac¸a˜o das va´rias tarefas relacionadas com o desenvolvimento de software.
Com a implementac¸a˜o do DevOps procura-se, principalmente, diminuir os ciclos de
deploys e consequentemente o time to market bem como mitigar os potenciais erros que
possam surgir nos mesmos e libertar recursos para outras tarefas crı´ticas, melhorando a
produtividade das equipas.[3] Por este motivo, em qualquer projeto, a fase respeitante a`
realizac¸a˜o de testes e´ uma das que mais beneficia com a pra´tica da metodologia DevOps,
principalmente quando se tratam de projetos de maiores dimenso˜es e com elevado nu´mero
de funcionalidades tal como e´ o caso do projeto onde este trabalho foi realizado.
Ao contra´rio dos testes manuais, nos testes automa´ticos, deixa de ser necessa´rio afetar
uma ou mais pessoas a` realizac¸a˜o manual de testes a`s va´rias funcionalidade de um sistema
podendo estas estar a realizar outras tarefas de maior relevaˆncia.
Para tal, basta apenas que seja desenvolvido um script para o caso de teste em questa˜o
e que possa ser executado quantas vezes for necessa´rio. Idealmente, este tipo de scripts ou
de automatizac¸a˜o devera˜o tambe´m poder ser reutilizados ou adaptados noutros projetos
ou equipas com necessidades semelhantes.
Para ale´m disto os testes automa´ticos sa˜o, geralmente, bastante mais ra´pidos e efici-
entes, e e´ tambe´m retirado o risco da ocorreˆncia de erro humano por parte de quem esta´
a realizar os testes manualmente. Este fator traduz-se num aumento da confianc¸a sobre a
aplicac¸a˜o desenvolvida.
Recentemente foi tambe´m desenvolvida, pela Accenture, uma plataforma constituı´da
por va´rias frameworks open source como: Jenkins, Bitbucket, SonarQube e Cucumber, de
apoio e incentivo a` pra´tica de DevOps, denominada ADOP (Accenture DevOps Platform).
Esta plataforma foi tambe´m implementada no aˆmbito da iniciativa de New It, anterior-
mente referida, e procura divulgar a utilizac¸a˜o destas ferramentas nos va´rios projetos da
empresa, alinhando os mesmo com as novas metodologias a´geis do mercado.
1.2 Instituic¸a˜o de acolhimento
Este trabalho foi realizado na empresa multinacional de consultoria, Accenture. Esta
empresa, antigamente conhecida por Andersen Consulting, e´, atualmente, uma das maio-
res empresas multinacionais de consultoria e que presta os seus servic¸os em mais de 120
paı´ses. O prestı´gio e a qualidade da relac¸a˜o desta empresa com os seus clientes pode
dever-se a` forma de agir da mesma, suportada pelos seguintes valores:
• Criac¸a˜o de valor para o cliente
• Uma rede global
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• Respeito pelo indivı´duo
• As melhores pessoas
• Integridade
• Stewardship
Em Portugal a Accenture conta, atualmente, com mais de 2000 colaboradores. No
total conta com mais de 400000 colaboradores que, diariamente, trabalham para mais
de 40 indu´strias diferentes e encontra-se dividida em cinco diferentes a´reas: Strategy,
Consulting, Digital, Operation e Technology, sendo esta u´ltima a a´rea em que na qual
este trabalho foi realizado e esta´ associado.
1.3 Contextualizac¸a˜o do projeto
Confidencial
1.4 Objectivos
Os principais objetivos deste trabalho foram:
1. Ana´lise e integrac¸a˜o de um sistema integrado de implementac¸a˜o e integrac¸a˜o de
casos de teste automa´ticos, suportada pelas frameworks divulgadas pela iniciativa
New IT da Accenture.
2. Avaliac¸a˜o e criac¸a˜o de uma metodologia va´lida que permita a`s equipas funcionais
do projeto especificarem e comunicarem a implementac¸a˜o de novos casos de teste,
a` equipa responsa´vel pelos mesmos, da forma mais eficiente e sucinta possı´vel.
3. Avaliac¸a˜o e integrac¸a˜o de uma ferramenta de avaliac¸a˜o de cobertura servindo de
complemento analı´tico ao testes implementados e tambe´m de incentivo a` monito-
rizac¸a˜o e contı´nuo aumento da qualidade dos testes implementados.
1.5 Contribuic¸o˜es
As principais contribuic¸o˜es destes trabalho foram enta˜o:
1. Agilizac¸a˜o e otimizac¸a˜o da fase de desenho e implementac¸a˜o de casos de teste
atrave´s da criac¸a˜o de uma metodologia va´lida para as va´rias equipas funcionais do
projeto;
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2. Incrementac¸a˜o e melhoria do universo de casos de teste para algumas das a´reas
funcionais do projeto.
3. Execuc¸a˜o contı´nua e automa´tica de testes sobre as funcionalidades da aplicac¸a˜o
Web do projeto;
4. Avaliac¸a˜o contı´nua da cobertura dos testes sobre o co´digo da aplicac¸a˜o atrave´s da
integrac¸a˜o de uma framework de ana´lise de cobertura de testes.
1.6 Estrutura do documento
Este documento esta´ organizado da seguinte forma:
• Capı´tulo 2 – Apresenta um breve contexto a` a´rea de realizac¸a˜o e automatizac¸a˜o
de testes de software, descrevendo alguns conceitos relacionados com o trabalho
realizado.
• Capı´tulo 3 – Descric¸a˜o e contextualizac¸a˜o das ferramentas utilizadas para imple-
mentac¸a˜o ou suporte deste trabalho.
• Capı´tulo 4 - Descreve a ana´lise e contextualizac¸a˜o da estrutura existente no projeto
antes de ter sido dado inı´cio a este trabalho bem como a arquitetura, integrac¸a˜o e
utilizac¸a˜o das va´rias ferramentas no mesmo.
• Capı´tulo 5 - Descreve toda a fase implementac¸a˜o, automatizac¸a˜o e integrac¸a˜o contı´-
nua realizada neste trabalho.
• Capı´tulo 6 - Apresenta os resultados obtidos apo´s a conclusa˜o da realizac¸a˜o deste
trabalho.
• Capitulo 7 - Apresenta uma conclusa˜o e breve discussa˜o dos resultados assim como
uma perspetiva quanto ao possı´vel trabalho futuro.
Capı´tulo 2
Trabalho relacionado
2.1 Automatizac¸a˜o de testes
Realizar testes a um dado software desenvolvido ou em desenvolvimento e´ uma pra´tica
ja´ existente ha´ largos anos e tem vindo, ultimamente, a ganhar maior popularidade e
importaˆncia uma vez que ocupa uma grande parte do tempo e esforc¸o de desenvolvimento,
entre 40-50%.[16]
Va´rios estudos teˆm vindo a mostrar que a automatizac¸a˜o da fase de testes, nos pi-
pelines de desenvolvimento de software, pode ter grandes impactos nos custos, tanto a
nı´vel financeiro como de recursos humanos. De acordo com um estudo analı´tico de RM
Sharma[22], este concluiu que testar manualmente um sistema se pode tornar uma tarefa
entediante, morosa e que requer grande custos financeiros. Por outro lado, concluiu que,
apesar de ser necessa´rio algum treino com uma dada ferramenta, de modo a ser possı´vel
automatizar testes com esta, este esforc¸o acabara´ por compensar. Isto deve-se ao facto
de, apesar de existir um esforc¸o associado a` implementac¸a˜o do script de teste, futura-
mente, deixara´ necessa´rio existir intervenc¸a˜o humana apo´s a implementac¸a˜o do mesmo,
libertando esses recursos para outras tarefas.
Por este motivo, ao longo dos anos tem existido uma preocupac¸a˜o crescente com
quais os tipos de testes que devem ser realizados e dependendo dos objetivos para tal.
Sendo uma a´rea presente nas va´rias etapas de desenvolvimento de software, encontra-se,
assim, bem dividida em va´rios nı´veis, dependendo da escala dos sistemas a testar ou dos
objetivos que se pretendem alcanc¸ar com a realizac¸a˜o dos testes.
Dependendo dos objetivos para os quais sa˜o implementados testes, existem va´rios
nı´veis diferentes e que definem aquilo que se pretende efetivamente testar. Segundo um
artigo de Shivkumar[24], apesar de existirem bastantes nı´veis de testes possı´veis, os prin-
cipais sa˜o:
• Unita´rios: Sendo o nı´vel mais baixo, este tem como objetivo testar cada me´todo/mo´-
dulo de um sistema e verificar o seu correto funcionamento.
5
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• Integrac¸a˜o: Tem como objetivo testar duas componentes (ex.: classes) do software
e a interac¸a˜o entre elas de modo a garantir o correto funcionamento das mesmas
apo´s a sua integrac¸a˜o.
• Funcionais: Tem como objetivo testar todos os requisitos funcionais pretendidos
para um sistema.
• Sistema: Tem como objetivo testar o sistema como um todo tendo em atenc¸a˜o,
principalmente, os aspetos funcionais do mesmo.
• Aceitac¸a˜o: E´ normalmente realizado pelo cliente do sistema apo´s o mesmo estar
concluı´do. Tem como objetivo verificar que o sistema desenvolvido vai de encontro
ao esperado pelo cliente.
• Beta: E´ dada a oportunidade a um grupo ainda reduzido de pessoas de testar o
sistema em avanc¸o mas com o compromisso de relatar erros que possam ocorrer.
Estes sa˜o bastante realizados por empresas de maior dimensa˜o.
• Regressa˜o: Testa novamente o sistema apo´s alterac¸o˜es ou correc¸o˜es no sistema.
Para ale´m destes nı´veis, de acordo com o mesmo autor, existem ainda duas metodo-
logias diferentes que podem ser aplicadas a cada um destes anteriormente enumerados.
Essas duas metodologias sa˜o enta˜o:
• White-Box Testing: Neste tipo de testes ja´ existe conhecimento do design e da
forma como o co´digo do software esta´ implementado. Isto torna possı´vel que sejam
desenvolvidos testes tendo em conta os va´rios caminhos possı´veis percorridos ou
condic¸o˜es existentes no co´digo e tendo como foco a cobertura do mesmo
• Black-Box Testing: Nesta metodologia na˜o existe qualquer conhecimento do pa-
dra˜o de desenho e implementac¸a˜o de co´digo realizada no sistema. Como tal, esta e´
baseada puramente na funcionalidade do sistema.
Como tal, dada a elevada preocupac¸a˜o de assegurar a qualidade do software desen-
volvido e o consequente aumento de investigac¸a˜o, com o objetivo de criar mais e melho-
res te´cnicas e metodologias diferentes para desenho e aplicac¸a˜o de testes, e´ de esperar
que aparec¸a tambe´m uma vasta variedade de frameworks e ferramentas disponı´veis no
mercado, para o cumprimento dos requisitos dos va´rios tipos de testes e agilizac¸a˜o da
implementac¸a˜o dos mesmos. Mohamed Monier e Mahmoud Mohamed El-mahdy[17]
expo˜em algumas das ferramentas existentes atualmente no mercado e como estas variam
entre si. Sendo algumas open-source e outras necessitando licenc¸a comercial para serem
utilizadas, estas variam principalmente na forma como os seus scripts de testes sa˜o cri-
ados. Estas ferramentas permitem que, para sistemas mais dinaˆmicos, um programador
experiente com a ferramenta programe o script de teste a ser reproduzido no sistema,
contudo, e´ necessa´ria aprendizagem e conhecimento da mesma. Por este motivo, todas
estas ferramentas apresentadas permitem criar scripts de teste reproduzı´veis gravando os
movimentos de um utilizador e compilando estes, posteriormente, num caso de teste. Esta
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podera´ ser uma abordagem via´vel em sistemas Web mais esta´ticos e para utilizadores que
na˜o tenham ainda grandes conhecimentos de programac¸a˜o ou da ferramenta que se esta´ a
utilizar.
Ainda antes de existir uma Web mais dinaˆmica, as aplicac¸o˜es Web eram testadas
ao nı´vel do protocolo HTTP [7]. As equipas de teste criavam pedidos HTTP fictı´cios
que eram enviadas a` aplicac¸a˜o Web submetida a teste. Posteriormente, apo´s resposta da
aplicac¸a˜o, normalmente num formato HTML, era feita uma ana´lise desta e determinado
o sucesso da mesma. Contudo, com a ra´pida evoluc¸a˜o da Web, as pa´ginas tornaram-
se tambe´m mais dinaˆmicas e responsivas aos utilizadores, em boa parte, grac¸as ao apa-
recimento e utilizac¸a˜o de chamadas AJAX. Por este motivo pode tornar-se preferı´vel a
programac¸a˜o dos pro´prios scripts de testes, permitindo que exista um maior controlo dos
tempos de resposta e de timeouts de um sistema submetido a teste.
Por u´ltimo, a abordagem tomada na realizac¸a˜o deste trabalho e´, em boa parte, seme-
lhante a` sugerida por Christian Colombo, Mark Micallef e Mark Scerri[8]. Estes propo˜em
uma abordagem muito baseada em Behaviour Driven Development para a implementac¸a˜o
de casos de teste. Esta abordagem tem como objetivo descrever, em primeiro lugar, o
comportamento esperado para um caso de teste, atrave´s de uma linguagem quase natural,
o Gherkin e, apenas posteriormente, programar o comportamento do mesmo, garantindo
que sa˜o cumpridos os requisitos pedidos. Esta abordagem permite que equipas com pouco
conhecimento te´cnico, como, por exemplo, os clientes ou equipas ligadas ao nego´cio,
contribuam para o desenvolvimento dos testes, descrevendo em linguagem natural aquilo
que pretendem que seja efetivamente testado. Para ale´m disto estes utilizam tambe´m as
mesmas ferramentas utilizadas na realizac¸a˜o deste trabalho, Cucumber e Selenium e ar-
gumentando a favor do poder de automac¸a˜o de testes que e´ possı´vel obter, utilizando estas
ferramentas em conjunto.
2.2 Ana´lise de cobertura
A ana´lise ou avaliac¸a˜o de cobertura e´, atualmente, uma te´cnica bastante utilizada como
complemento ao desenvolvimento de testes de software. Esta permite que seja avaliado e
detetado todo o co´digo que e´ executado durante a realizac¸a˜o de uma sessa˜o de testes, ou
seja, qual o co´digo que esta´ efetivamente a ser testado. Esta te´cnica e´ responsa´vel por ge-
rar algumas me´tricas como, por exemplo, a percentagem de linhas executadas, instruc¸o˜es
e tambe´m func¸o˜es.
A partir deste tipo de dados torna-se enta˜o mais fa´cil de entender e detetar que casos de
teste possam eventualmente ser implementados de modo a permitir uma melhor cobertura
de testes sobre um dado software. E´ certo que nunca se consegue garantir por completo
a inexisteˆncia de faltas no software, contudo, atrave´s da ana´lise de cobertura e´ possı´vel
obter melhores garantias e confianc¸a de que um dado software se comporta da forma
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prevista dado que foram realizados testes sobre o mesmo e estes correram de acordo com
o esperado.
Para ale´m disto esta te´cnica pode tambe´m ser aplicada em qualquer fase de testes
como, por exemplo, testes unita´rios, integrac¸a˜o ou de sistema, principalmente, atrave´s da
instrumentac¸a˜o do co´digo fonte da aplicac¸a˜o em causa.
2.2.1 Instrumentac¸a˜o de co´digo
A instrumentac¸a˜o de co´digo e´ uma te´cnica bastante utilizada de hoje em dia para per-
mitir obter novas funcionalidades, estatı´sticas ou ate´ para monitorizac¸a˜o da execuc¸a˜o de
programas. Esta te´cnica funciona atrave´s da adic¸a˜o de novas instruc¸o˜es no co´digo fonte
ou ja´ compilado, tambe´m designado byte code. Em tempo de execuc¸a˜o, estas instruc¸o˜es
adicionais sa˜o tambe´m executadas em simultaˆneo com o co´digo original e realizam cha-
madas a bibliotecas especı´ficas de modo a que possam ser geradas me´tricas de cobertura
sobre o co´digo executado. [2]
Uma vez que estas alterac¸o˜es sa˜o apenas aditivas, geralmente, as ferramentas que
utilizam esta te´cnica na˜o alteram o estado nem o comportamento do co´digo original e,
portanto, na˜o colocam em causa o correto funcionamento do co´digo submetido a avaliac¸a˜o
de cobertura.
Por este motivo esta te´cnica e´ bastante utilizada atualmente para a a´rea de testes uma
vez que permite perceber quais as partes do co´digo que sa˜o efetivamente testadas durante
a execuc¸a˜o de um dado caso de teste. Esta ana´lise de cobertura incentiva tambe´m a que
sejam desenvolvidos novos testes que exercitem o maior nu´mero possı´vel de linhas de
co´digo de modo a obter uma maior cobertura sobre este e providenciando uma boa me´trica
para avaliac¸a˜o da qualidade do co´digo desenvolvido.
2.2.2 Tipos de instrumentac¸a˜o
De acordo com a documentac¸a˜o de uma das ferramentas testadas ao longo deste tra-
balho, o JaCoCo, o processo de avaliac¸a˜o de cobertura de co´digo, pode ser obtido a partir
de va´rias abordagens diferentes. No entanto, as frameworks de cobertura testadas neste
trabalho realizam esta avaliac¸a˜o recorrendo apenas a` te´cnica de instrumentac¸a˜o de co´digo
Java. Na imagem apresentada abaixo pode ser observado um diagrama das va´rias formas
de aplicac¸a˜o desta te´cnica.
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Figura 2.1: Diferentes abordagens para realizac¸a˜o da instrumentac¸a˜o de co´digo. Adap-
tado de [13]
Apesar da existeˆncia destas va´rias abordagens, o resultado final devera´ ser, regra geral,
o mesmo, ao nı´vel das me´tricas recolhidas. Como tal e apesar disto, continuam a existir
diferenc¸as e vantagens inerentes a` utilizac¸a˜o de cada uma destas diferentes abordagens.
• Source - E´ adicionado novo co´digo da biblioteca de cobertura ao co´digo fonte, antes
de este ser compilado. Para que esta funcione corretamente e´ necessa´rio compilar
o co´digo fonte com a biblioteca da ferramenta de cobertura respetiva.
• Byte Code: Offline - Sa˜o adicionadas instruc¸o˜es, em byte code, da biblioteca de
cobertura diretamente no co´digo compilado. Esta abordagem e´ mais esta´vel dado
que e´ assegurado que funciona em qualquer ma´quina virtual de Java.
• Byte Code: On-The-Fly - O co´digo e´ instrumentado apenas em tempo de execuc¸a˜o,
ou seja, na˜o ha´ qualquer alterac¸a˜o direta tanto nos ficheiros do source code como
do byte code. Esta abordagem e´ possı´vel grac¸as a` utilizac¸a˜o de Java Agents que
”intercetam”o co´digo em tempo de execuc¸a˜o como detalhado mais abaixo.
Esta u´ltima abordagem, on-the-fly, apenas passou a ser possı´vel a partir da versa˜o 1.5
do Java. Esta versa˜o introduziu uma biblioteca dedicada a` instrumentac¸a˜o de byte code,
a java.lang.instrument [18], e que permitiu padronizar e facilitar a forma como esta e´
feita. Contudo, de modo a poder usufruir desta biblioteca e´ necessa´ria a utilizac¸a˜o de uma
ferramenta adicional chamada Java Agent, e que, no caso do JaCoCo, e´ possı´vel a sua
utilizac¸a˜o tal como sera´ demonstrado mais a frente neste relato´rio.
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Apesar do JaCoCo ser uma ferramenta de ana´lise de cobertura focada para a lingua-
gem Java, as te´cnicas mencionadas acima sa˜o tambe´m as utilizadas para quaisquer outras
linguagens que permitam este tipo de ana´lise.
Num estudo realizado por Qian Yang e David Weiss [27] e´ exposto e comparado um
total de 17 diferentes ferramentas de avaliac¸a˜o de cobertura. Estas sa˜o utilizadas para
outras linguagens de programac¸a˜o como, por exemplo, FORTRAN, .net, C#, C++/C, PHP
e COBOL. Apesar das grandes diferenc¸as entre estas linguagens, as te´cnicas utilizadas
para a instrumentac¸a˜o destas sa˜o as mesmas expostas anteriormente, source code, byte
code ou on-the-fly. Este estudo expo˜e tambe´m as va´rias me´tricas avaliadas por cada uma
das 17 ferramentas assim como o tipo de relato´rios gerados por estas.
Deste modo, tendo em conta a variedade de ferramentas existentes atualmente e a
semelhanc¸a do modo de operac¸a˜o das mesmas, cabe a`s equipas de desenvolvimento e de
testes escolher aquelas que melhor se adequem aos seus projetos tendo em conta as suas
necessidades e a eficieˆncia das mesmas com base neste tipo de estudos.
Capı´tulo 3
Ferramentas utilizadas
Embora atualmente exista um grande leque de ferramentas disponı´veis para apoio a`
pratica de DevOps, a escolha daquelas utilizadas neste trabalho deveu-se principalmente
ao facto de serem tambe´m as utilizadas pela Accenture a nı´vel global.
Com a excec¸a˜o das ferramentas de ana´lise de cobertura, as outras principais ferra-
mentas utilizadas, Selenium , Cucumber e Jenkins sa˜o as utilizadas pela Accenture na sua
plataforma ADOP, para apoio a` pra´tica de DevOps. Embora esta plataforma na˜o tenha
sido diretamente utilizada neste trabalho, por questo˜es de acesso a` rede do cliente a par-
tir da mesma, foram, de qualquer forma, utilizadas as ferramentas disponibilizadas nesta
plataforma por questo˜es de concordaˆncia com as polı´ticas e boas pra´ticas da empresa.
Ao longo deste capı´tulo sera´ feita uma breve contextualizac¸a˜o e descric¸a˜o da utilidade
das va´rias ferramentas utilizadas na fase de implementac¸a˜o deste trabalho.
3.1 Linguagem de programac¸a˜o
O Java foi a linguagem escolhida para a fase de desenvolvimento deste trabalho. Esta
e´ uma linguagem de programac¸a˜o orientada a objetos [19] e foi, de acordo com ranking da
IEEE Spectrum, a terceira linguagem mais utilizada mundialmente para desenvolvimento
de software no ano de 2017 [23]. Esta foi desenvolvida inicialmente, pela empresa Sun
Microsystems, que foi mais tarde adquirida pela empresa Oracle.
A linguagem Java apareceu pela primeira vez em 1995 e foi desenvolvida com o ob-
jetivo de ser tambe´m bastante flexı´vel permitindo que um qualquer programa pudesse ser
executado independentemente do sistema ou ma´quina em que foi desenvolvido. Para tal
bastava apenas que a ma´quina de destino conseguisse compreender o co´digo compilado,
atrave´s da instalac¸a˜o do Java Virtual Machine (JVM). Por este motivo o seu slogan era a
sigla WORA que significa Write Once, Run Anywhere.
Como tal, tornou-se rapidamente numa das linguagens mais utilizadas mundialmente
para qualquer tipo de desenvolvimento.
Dado que o Java e´ suportado pelas ferramentas utilizadas neste trabalho principal-
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mente o Selenium, e e´ tambe´m a linguagem utilizada no desenvolvimento do projeto
onde este trabalho foi integrado, esta foi, na versa˜o 1.8, a linguagem escolhida e utilizada
para a implementac¸a˜o e automatizac¸a˜o dos testes.
3.2 Apache Maven
O Apache Maven e´ uma ferramenta de automatizac¸a˜o da compilac¸a˜o de projetos,
principalmente desenvolvidos em Java.[6] Esta ferramenta tornou-se muito popular uma
vez que permite realizar a devida configurac¸a˜o de todo o processo de compilac¸a˜o de um
projeto bem como as dependeˆncias necessa´rias ao mesmo, atrave´s de um u´nico ponto
central de informac¸a˜o.
Este ponto central e´ um ficheiro de extensa˜o XML denominado POM (Project Object
Model). Neste ficheiro XML pode ser descrito a ordem de compilac¸a˜o de ficheiros, pastas
com informac¸a˜o necessa´ria para tal ou a indicac¸a˜o de dependeˆncias de mo´dulos ou plugins
externos. Estas dependeˆncias sa˜o automaticamente descarregadas, a partir do reposito´rio
remoto da pro´pria ferramenta, e armazenadas no reposito´rio local da ma´quina onde sera˜o
utilizadas.
3.3 Git
O Git e´ um sistema, open-source, de controlo de verso˜es de ficheiros e desenvol-
vido para ser eficiente tanto em pequenos como em grandes projetos.[12] Este sistema
permite, com facilidade gerir o co´digo fontes das aplicac¸o˜es em desenvolvimento, guar-
dando verso˜es anteriores destes ficheiros e permitindo atualizar, de forma eficaz ficheiros
sobre os quais tenham sido feitas alterac¸o˜es recentes.
Frequentemente pode acontecer que, em projeto de maiores dimenso˜es, exista mais do
que uma pessoa a efetuar uma alterac¸a˜o numa dada parte do co´digo. Posteriormente pode
tambe´m acontecer que, ao tentar guardar estas novas alterac¸o˜es remotamente, possam
existir conflitos com novas verso˜es criadas por outra pessoa. Nestes casos, o Git permite
tambe´m de forma fa´cil resolver estes conflitos e decidir qual das verso˜es do co´digo e´ a
mais recente e aquela que deve ser guardada e mantida como a mais atualizada.
Na˜o existindo necessidade de trabalhar em equipa, o Git pode tambe´m ser utilizado
para o desenvolvimento de co´digo localmente, na˜o necessitando de ligac¸a˜o a` rede ou
um servidor de hospedagem do co´digo. Embora existam va´rios servidores para este fim,
neste trabalho foi utilizado o servidor escolhido pela Accenture, para hospedagem dos
seus projetos, o BitBucket.
Para ale´m disto, o Git pode tambe´m ser utilizado via terminal ou atrave´s de um IDE
que permita a sua integrac¸a˜o. Durante a realizac¸a˜o deste trabalho, o Git foi utilizado sob a
forma de interface gra´fica, integrada no IDE Eclipse uma vez que este permite a instalac¸a˜o
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do plugin necessa´rio para tal.
3.4 Eclipse IDE for Java EE Developers
Para o desenvolvimento de grande parte deste trabalho foi utilizado o IDE (Integrated
Development Environment) Eclipse [11]. Este e´ uma das mais utilizadas ferramentas para
desenvolvimento de software devido, em boa parte, ao seu suporte a va´rias linguagens de
programac¸a˜o. Este permite tambe´m um alto nı´vel de customizac¸a˜o uma vez que suporta
um elevado nu´mero de plugins desenvolvidos pela sua comunidade de utilizadores com
o objetivo de fornecer excelentes ferramentas adicionais de apoio ao desenvolvimento,
integradas no pro´prio IDE.
Como tal, o Eclipse permitiu integrar, via Maven, e utilizar de forma intuitiva e eficaz,
as principais frameworks utilizadas neste trabalho, o Selenium e o Cucumber assim como
toda a lo´gica do reposito´rio remoto do co´digo, via Git.
Sendo tambe´m o IDE utilizado para o desenvolvimento do projeto onde este trabalho
foi integrado, a utilizac¸a˜o do mesmo tornou-se assim uma escolha o´bvia para o desenvol-
vimento deste trabalho.
Apesar de suportar va´rias linguagens de programac¸a˜o, o desenvolvimento deste IDE
foi feito, maioritariamente em Java e, como tal, a sua principal utilizac¸a˜o e suporte e´ para
todo o tipo de desenvolvimento feito nesta linguagem.
3.5 Cucumber
Trata-se de uma framework open-source[9] de apoio ao desenvolvimento de testes de
aceitac¸a˜o e baseada numa metodologia de desenvolvimento Behaviour-Driven Develop-
ment (BDD) [10].
Esta metodologia nasceu no aˆmbito das te´cnicas de desenvolvimento Agile e procura,
principalmente, promover uma boa comunicac¸a˜o entre as equipas de desenvolvimento e
as equipas diretamente envolvidas no nego´cio. Este foco na comunicac¸a˜o entre ambas as
equipas tem como principal objetivo garantir que o software desenvolvido vai de encontro
a`s expectativas do cliente.
O ciclo tı´pico do desenvolvimento de software apoiado nesta metodologia caracteriza-
se por ter, em primeiro lugar, as equipas de desenvolvimento e de nego´cio a comunicar e
desenhar, em conjunto, alguns cena´rios de utilizac¸a˜o do sistema. Apo´s acordo entre ambas
as partes sobre o desenho dos cena´rios, e´ dado inı´cio ao desenvolvimento de software com
o objetivo de satisfazer o correto funcionamento dos cena´rios criados, realizando testes
sobre os mesmos. Deste modo existe uma maior garantia que o software desenvolvido
cumpre com o que foi proposto e pedido pela equipa de nego´cio.
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Uma vez que numa metodologia BDD os requisitos e comportamento das funcionali-
dades na˜o sa˜o escritas apenas pelas equipa de desenvolvimento, existe uma necessidade
de que estes sejam especificados numa linguagem que possa ser entendida por todas as
equipas envolvidas no desenho dos cena´rios de modo a facilitar a comunicac¸a˜o, discussa˜o
e desenho destes. [16] Para esse efeito, o Cucumber recorre a` linguagem Gherkin que e´
utilizada pelo seu parser interno permitindo a associac¸a˜o de cada passo de um caso de
teste ao co´digo respetivo.
Assim, o objetivo principal do Cucumber e´ permitir que a equipa de desenvolvi-
mento e a de nego´cio desenvolvam, em conjunto, cena´rios de utilizac¸a˜o numa lingua-
gem percetı´vel por ambos e permitir que esses cena´rios sejam associados a bibliotecas de
automac¸a˜o que, posteriormente, verificam o cumprimento com sucesso do cena´rio desen-
volvido.
O uso de uma metodologia BDD, apoiada pelo Cucumber, para a automatizac¸a˜o de
cena´rios de teste permite tambe´m obter uma documentac¸a˜o atualizada e bastante explı´cita
sobre estes e facilitar a passagem de informac¸a˜o sobre novos cena´rios a desenvolver entre
as equipas de desenvolvimento e a de testes. Para ale´m disto, o Cucumber e´ tambe´m
o responsa´vel por desencadear a execuc¸a˜o dos cena´rios de teste pretendidos atrave´s da
identificac¸a˜o das tags escolhidas e a associac¸a˜o das mesmas ao co´digo da implementac¸a˜o
dos cena´rios, feito atrave´s da framework Selenium.
3.5.1 Gherkin
Dado que, por muitas vezes, se pode tornar difı´cil, devido a falhas de comunicac¸a˜o,
identificar e especificar todos os requisitos pretendidos para um projeto torna-se necessa´rio
utilizar uma linguagem que seja facilmente entendida por todos os elementos envolvidos
nesta fase. Para esse efeito, numa metodologia BDD e´, por muitas vezes, utilizada a
linguagem Gherkin. Esta linguagem e´ caracterizada por ter uma sintaxe semelhante a`
linguagem natural humana, ter como prioridade a legibilidade por humanos e ser inde-
pendente da linguagem de programac¸a˜o utilizada para desenvolvimento dos projetos e
respetivos testes. Apesar de poder ser escrita em qualquer linguagem humana, o Gherkin
segue sempre uma estrutura bem definida para descrever os casos de teste. Embora exis-
tam mais, algumas das principais palavras chave usadas neste trabalho para definir essa
estrutura sa˜o [26]:
• Feature: Breve descric¸a˜o do ficheiro que engloba os va´rios casos de teste referentes
a uma mesma funcionalidade.
• Scenario: Breve descric¸a˜o do caso de teste.
• Given: Descric¸a˜o das pre´-condic¸o˜es e estado inicial do caso de teste.
• When: Descric¸a˜o das ac¸o˜es tomadas pelo utilizador durante o caso de teste.
• Then: Descric¸a˜o do resultado das ac¸o˜es tomadas na cla´usula When.
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• @tags: Identificadores utilizados para indicar a` classe Runner do Cucumber qual o
caso de teste a correr.
• ”Argumentos”: As palavras entre aspas e a verde sa˜o argumentos passados ao
me´todo Java respetivo.
Ale´m de servir como complemento da documentac¸a˜o o Cucumber serve como uma
ferramenta de controlo de fluxo de execuc¸a˜o dos testes uma vez que cada passo de cada
caso de teste escrito em Gherkin esta´ associado um me´todo escrito numa linguagem de
programac¸a˜o, neste caso, em Java.
3.6 Cucumber Extent Report
Trata-se de uma ferramenta, tambe´m open-source[1], para integrac¸a˜o e complemento
ao Cucumber sendo a partir desta que e´ gerado o relato´rio da execuc¸a˜o dos testes au-
toma´ticos, num formato sucinto e legı´vel, e que contempla as principais estatı´sticas da
execuc¸a˜o dos mesmos.
Os relato´rios gerados a partir desta ferramenta sa˜o o resultado final da execuc¸a˜o de
testes e que devem ser informados e analisados tanto pelas equipas de testes como pe-
las equipas de desenvolvimento, tornando-se uma mais valia para estas. A partir destes
relato´rios e´ possı´vel perceber, em caso de falha, qual a ac¸a˜o que estava a ser executada
e qual o erro causador da mesma. A API desta ferramenta permite tambe´m que sejam
tambe´m capturados e anexados screenshots da pa´gina Web corrente. Este fator e´ tambe´m
bastante relevante uma vez que estes screenshots permitem mais facilmente, em caso de
erro, identificar e perceber a causa desse erro, fornecendo uma contextualizac¸a˜o do estado
da aplicac¸a˜o no momento da ocorreˆncia deste.
Algumas das estatı´sticas recolhidas e contempladas, por esta ferramenta, no relato´rio
gerado sa˜o, por exemplo, o tempo de execuc¸a˜o de cada caso de testes, a percentagem que
foi executada com sucesso e com erro, o tempo total de execuc¸a˜o assim como alguma
informac¸a˜o sobre a ma´quina onde foram executados os testes. Para ale´m disto, em caso
de erro, apresenta tambe´m a excec¸a˜o Java que foi lanc¸ada na ocorreˆncia do mesmo.
Sempre que e´ executada uma sessa˜o de testes e´ gerado, pelo Cucumber, um ficheiro
em formato Json e que contempla os dados principais de execuc¸a˜o anteriormente menci-
onados. Dado que, com grandes quantidades de dados, um ficheiro em formato Json se
torna pouco legı´vel para humanos esta ferramenta torna possı´vel a conversa˜o dos mesmos
para um formato mais legı´vel e esteticamente apelativo.
3.7 Selenium
Uma grande parte das aplicac¸o˜es desenvolvidas de hoje em dia sa˜o aplicac¸o˜es Web
ou Web-based sendo, assim, necessa´ria a utilizac¸a˜o de um browser para as conseguir
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executar e testar. Com o crescente desenvolvimento de aplicac¸o˜es Web, tornou-se assim
necessa´rio arranjar uma forma de as conseguir testar de forma automatizada, realizando
testes sobre as interfaces dos browsers. Como tal, o Selenium nasceu desta necessidade
de automatizar testes para aplicac¸o˜es Web atrave´s da interac¸o˜es com os browsers.
O Selenium[21] e´ uma framework open-source [20] e o seu objectivo e´, principal-
mente, permitir a manipulac¸a˜o e simulac¸a˜o da interac¸a˜o de um utilizador com um brow-
ser enviando-lhe as instruc¸o˜es que compo˜em os va´rios passos de um caso de teste. Esta
e´ tambe´m uma das frameworks mais utilizadas atualmente para este fim na˜o so´ devido
ao seu suporte a va´rias linguagens de programac¸a˜o como Java, Perl, C#, Python, como
tambe´m ao suporte aos va´rios sistemas operativos, Windows, Mac, Linux e aos va´rios
browsers mais conhecidos, Chrome, Firefox, Internet Explorer, Opera e Safari.[14] Esta
apresenta tambe´m uma API muito bem padronizada para a programac¸a˜o dos scripts de
teste e posterior comunicac¸a˜o com os respetivos browsers.
Por este motivo esta tornou-se tambe´m a framework escolhida pela Accenture a nı´vel
global, para a automatizac¸a˜o de tarefas, e principalmente, a automatizac¸a˜o de testes em
aplicac¸o˜es Web.
3.7.1 Selenium WebDriver
De modo a que a criac¸a˜o dos scripts automa´ticos, utilizando o Selenium, seja feita de
forma padronizada, intuitiva e possa ser comunicada ao browser sa˜o utilizadas ferramen-
tas denominadas Webdrivers [25]. Para cada browser suportado pelo Selenium existe uma
driver respetiva. Estas sa˜o, na sua maioria, desenvolvidas pela comunidade de utilizadores
e suportadas pelas equipas de desenvolvimento dos pro´prios browsers. Estas drivers sa˜o,
basicamente, ficheiros executa´veis e os responsa´veis por comunicar ao browser respetivo
os comandos programados nos scripts em Selenium.
Estas funcionam implementando um servidor HTTP que permita receber estes coman-
dos a executar no browser, no enderec¸o local da ma´quina, 127.0.0.1. Para que este servi-
dor seja ativado e seja aberta uma nova instaˆncia, ou janela, do browser pronta a receber
as instruc¸o˜es e´ necessa´rio proceder a` sua instanciac¸a˜o atrave´s do Java. Esta instanciac¸a˜o
define qual o ficheiro executa´vel da driver que sera´ utilizado assim como permite que
sejam tambe´m definidas algumas opc¸o˜es adicionais que melhorem a estabilidade ou a
resposta do script a comportamentos inesperados durante a execuc¸a˜o dos testes. O co-
mando enumerado de seguida e´ o utilizado para proceder a` instanciac¸a˜o de uma nova
sessa˜o do browser Internet Explorer, no Java, e e´ executado para cada caso de teste.
• WebDriver driver = new InternetExplorerDriver();
Durante a instanciac¸a˜o da nova sessa˜o do browser e´ enta˜o criado o objeto driver que e´
o objeto mais importante e transversal a todos os casos de teste dado que e´ sobre este que
sa˜o feitas as chamadas de func¸o˜es que definem os comportamentos pretendidos ao longo
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do script de teste. Para ale´m da criac¸a˜o do objeto driver e´ tambe´m aberta uma janela do
browser sobre a qual sa˜o realizadas as interac¸o˜es implementadas com o Selenium.
Apo´s a instanciac¸a˜o da driver, o servidor HTTP desta nova instaˆncia fica pronto para
receber os comandos programados com a API do Selenium e que sa˜o convertidos para
pedidos HTTP. Apo´s a recec¸a˜o de um pedido HTTP por parte do servidor, este e´ transfor-
mado em comandos que possam ser executados no browser. Na sua maioria, a execuc¸a˜o
destes comandos e´ feita recorrendo aos motores de JavaScript embutidos na grande mai-
oria dos browsers utilizados atualmente.
Alguns exemplos de comandos programados em Java e utilizando a API do Selenium
podem ser observados na imagem 3.1 apresentada abaixo. Nesta e´ possı´vel verificar al-
guns comandos da API do Selenium como: get, que navega no browser para o enderec¸o
dado, o findElement, que procura elementos HTML na pa´gina atual do browser e, neste
caso ainda, o sendKeys que escreve num elemento HTML que o permita como, por exem-
plo, caixas de texto, a informac¸a˜o dada. Neste caso escreve as Strings user e pass que sa˜o
passadas como argumentos do me´todo a partir do passo Gherkin associado. Estes me´todos
referidos anteriormente sa˜o chamados/executados sobre o objecto driver da API do Se-
lenium permitindo que estes comandos sejam enta˜o realizados no browser, simulando a
interac¸a˜o com o mesmo.
Figura 3.1: Func¸a˜o Java respetiva ao passo de Login, no ambiente de Qualidade e utili-
zando a API do Selenium
3.8 Jenkins
Como mencionado anteriormente, o DevOps e´ uma pra´tica muito utilizada de hoje em
dia defendendo a automatizac¸a˜o das va´rias tarefas ligadas ao desenvolvimento e procu-
rando melhorar a produtividade e eficieˆncia das equipas durante todo este processo. Como
tal, ao longo dos anos teˆm tambe´m surgido as mais variadas ferramentas para o apoio a
esta pra´tica.
Uma das ferramentas mais conhecidas e utilizadas atualmente para apoio a` pra´tica de
DevOps e´ o Jenkins [15]. Este e´ caracterizado por ser open-source [14] e que funciona
como um servidor de automatizac¸a˜o permitindo uma integrac¸a˜o e entrega contı´nua atrave´s
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da criac¸a˜o de pipelines de automatizac¸a˜o das va´rias tarefas que compo˜em os processos de
build e deploys de um ou mais projetos.
Para ale´m disto o Jenkins e´ tambe´m bastante flexı´vel e robusto permitindo, atualmente,
a instalac¸a˜o e integrac¸a˜o de mais de 1400 plugins de apoio a` automatizac¸a˜o das va´rias
tarefas ligadas ao desenvolvimento e desenvolvidos, na maioria, pela sua comunidade de
utilizadores. Neste trabalho foram instalados e utilizados alguns destes plugins adicionais
como:
• Email Extension - Permite a criac¸a˜o e envio dos emails dos relato´rios dos testes
automa´ticos que sa˜o enviados a`s equipas diariamente;
• Maven Integration - Permite a integrac¸a˜o de projetos estruturados em Maven no
Jenkins;
• Timestamper - Permite adicionar um Timestamp a todas as mensagens criadas
durante a execuc¸a˜o de um Job, complementando a informac¸a˜o nos logs.
Assim, o Jenkins funciona permitindo a criac¸a˜o de va´rias tarefas, denominadas por
Jobs, altamente configura´veis atrave´s de scripts ou plugins e com o objetivo de para-
metrizar o comportamento desejado em cada uma dessas tarefas. As tarefas podem ser
configuradas para as seguintes etapas/opc¸o˜es:
• Source Code Management - Configurac¸o˜es ao nı´vel do reposito´rio onde se encon-
tra o co´digo a executar;
• Build Triggers - Calendarizac¸a˜o da execuc¸a˜o da tarefa;
• Build Environment - Definir opc¸o˜es relativas ao ambiente da tarefa como, por
exemplo, timeouts caso esta se encontra parada, limpar as pastas antes de cada
build, ativar/desativar timestamps da execuc¸a˜o...
• Pre-Build - Execuc¸a˜o de scripts que preparem o ambiente para o correto funcio-
namento de uma tarefa. Podem ser, por exemplo, shell scripts, Windows batchs,
partes de uma configurac¸a˜o Maven, etc...
• Build - Definir paraˆmetros/argumentos a passar ao programa da tarefa ou, no caso
de um projeto Maven definir o ficheiro de estruturac¸a˜o da build, pom.xml.
• Post-Build - Permite novamente a execuc¸a˜o de scripts mas apo´s o processo de build
da tarefa. Neste trabalho, usando o plugin referido anteriormente, e´ nesta etapa que
e´ feita a construc¸a˜o e envio do email com o relato´rio de execuc¸a˜o dos testes.
Deste modo o Jenkins permite automatizar com um elevado nı´vel de controlo as va´rias
fases de configurac¸a˜o, compilac¸a˜o e execuc¸a˜o de va´rios projetos sem qualquer intervenc¸a˜o
humana apo´s a sua configurac¸a˜o inicial. Isto permite poupar recursos financeiros ao
mesmo tempo que reduz o risco de existeˆncia de erro humano em qualquer das fases
envolvidas.
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3.9 Ana´lise de Cobertura
Durante a realizac¸a˜o deste trabalho foram avaliadas algumas das ferramentas mais
utilizadas atualmente para avaliac¸a˜o de cobertura de co´digo Java. Esta ana´lise foi reali-
zada com o objetivo de escolher, de entre as opc¸o˜es, aquela que melhor se adequaria a`
integrac¸a˜o no projeto em questa˜o e servisse como um complemento analı´tico a` execuc¸a˜o
do testes automa´ticos.
A ana´lise e comparac¸a˜o destas frameworks foi realizada com o intuito de conseguir
avaliar quais as partes do co´digo que eram efetivamente testadas para os casos de teste ja´
implementados. Para ale´m disto pretendeu-se tambe´m incentivar a` melhoria da qualidade
de desenho de casos de testes futuros tendo por base, os relato´rios de cobertura gerados
juntamente com cada execuc¸a˜o dia´ria dos testes.
As frameworks tidas em conta foram enta˜o as seguintes:
• Cobertura
• JaCoCo (Java Code Coverage)
• EclEmma
Estas treˆs ferramentas funcionam de modo semelhante permitindo realizar a instru-
mentac¸a˜o de co´digo de modo a conseguir detetar quais as partes deste que sa˜o executadas
durante um dado cena´rio de testes. A partir da execuc¸a˜o do co´digo instrumentado sa˜o ge-
rados dados estatı´sticos, escritos num ficheiro de formato inerente a` ferramenta utilizada,
que contemplam informac¸a˜o sobre a execuc¸a˜o dos mesmos. Posteriormente, a partir des-
tes dados, cada uma destas ferramentas permite que seja gerado um relato´rio num formato
legı´vel, semelhante a uma pa´gina Web (HTML), e contemplando a informac¸a˜o estatı´stica
recolhida de modo a poder ser analisada e tida em conta na criac¸a˜o de novos casos de
teste ou melhoria dos ja´ existentes.
Um dos principais fatores nas escolha destas frameworks foi devido ao facto de as treˆs
serem open-source. Dado que este trabalho se inseriu no aˆmbito do New IT, e tambe´m
dada a sua clara prioridade a` utilizac¸a˜o de ferramentas open source, este foi o factor
principal para a escolha das mesmas.
No capı´tulo 4 pode ser observada a forma como estas treˆs ferramentas foram avali-
adas e qual destas foi a escolhida para ser integrada e utilizador no projeto servindo de
complemento estatı´stico aos testes automa´ticos implementados.
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