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Povzetek
Namen diplomskega dela je predstaviti nabor prvin razvoja programske opre-
me, ki so potrebne za zagotavljanje kakovosti koncˇne programske resˇitve. Na-
bor prvin je osnovan na podlagi avtorjevih delovnih izkusˇenj. V diplomskem
delu so predstavljeni trije modeli zˇivljenjskega cikla programske opreme: sla-
povni model, model hitrega razvoja programske opreme in modeli agilnega
razvoja (poudarek na metodologiji Scrum). Opisana je opredelitev kakovosti
razvoja programske opreme, ter pojma: tehnicˇni dolg in ocena SQALE. Izpo-
stavljene prvine so obravnava uporabniˇskih zahtev, programski jezik, sistem
za upravljanje z izvorno kodo, vejitve in nacˇini dela z izvorno kodo, integra-
cijski strezˇnik, sistem za hranjenje programskih komponent, avtomatski in
osebni pregled izvorne kode, namestitev programske resˇitve ter post-mortem
analiza. V zadnjem delu je povezana uporaba dela predstavljenih prvin pri-
kazana na primeru razvoja spletne trgovine. Ob tem je prikazan tudi nacˇin
avtomatizacije dela razvoja programske opreme. Na koncu predstavimo pred-
nosti in ucˇinke uporabe priporocˇenih prvin.
Kljucˇne besede: razvoj programske opreme, zˇivljenjski cikel razvoja pro-
gramske opreme, Scrum, kakovost programske opreme, priporocˇene prvine.

Abstract
Purpose of this thesis is representation of software development principles
that are needed in order to insure a quality software product. Selection of
principles is based on author’s work experiences. The thesis presents three
different software development life cycle models: waterfall model, rapid ap-
plication development model and agile models (focused on Scrum). Thesis
describes software development process quality and two related concepts:
technical debt and SQALE grade. Recommended principles are manage-
ment of user requirements, programming language, version control system,
branching and work flows, build server, build artifacts server, automatic and
peer code review, deployment mechanism and postmortem analysis. In last
segment the thesis shows combined use of recommended elements on a use
case - development of an on-line store. An example how to automate software
development process is shown on the same use case. Finally advantages and
benefits of this approach are listed.
Keywords: software development, software development life cycle, Scrum,




Pri razvoju programske opreme se pogosto srecˇujemo s pojmoma kakovost
programske resˇitve in zadovoljstvo uporabnika. Sˇe pogosteje pa z nereal-
nimi cˇasovnimi roki, slabo opredeljenimi uporabniˇskimi zahtevami in poj-
mom stabilizacija programske resˇitve sˇe po tem, ko je zˇe bila namesˇcˇena v
produkcijsko okolje. Pojmi, ki smo jih nasˇteli med zadnjimi vodijo v nezado-
voljstvo uporabnikov in odstopanja od zacˇrtane cˇasovnice projekta, predvsem
pa v viˇsje strosˇke razvoja.
Avtor je v svoji dosedanji karieri sodeloval pri razvoju mnogih program-
skih resˇitev za razlicˇne narocˇnike. Nastopal je v vlogah (glavnega) razvojnika,
vodje skupine razvojnikov, arhitekta programske resˇitve ali tehnicˇnega sveto-
valca. Ob delu je vedno iskal nacˇine kako zagotoviti viˇsjo kakovost koncˇnega
izdelka, sˇe posebej pa ga navdusˇuje avtomatizacija postopkov pri razvoju
programske opreme.
V diplomskem delu zˇelimo izpostaviti nekaj priporocˇenih prvin, ki jih
je avtor na podlagi svojih izkusˇenj ocenil kot nepogresˇljive v vsakem teh-
nolosˇkem podjetju, ki se ukvarja z razvojem programske opreme. Priporocˇene
prvine so primerne za manjˇsa in srednje velika podjetja, saj za vpeljavo ne
zahtevajo velikih financˇnih sredstev. Prvine se izboljˇsav razvoja programske
opreme lotevajo iz metodolosˇkega, tehnicˇnega in (delno) poslovnega vidika.
1
2 POGLAVJE 1. UVOD
Pred predstavitvijo prvin se bomo seznanili z izbranimi modeli zˇivljenjske-
ga cikla programske opreme in zagotavljanjem kakovosti v procesu razvoja.
Priporocˇene prvine bomo predstavili na hipotecˇnem primeru z izbranim na-
borom orodji. Opisan primer lahko sluzˇi kot nacˇrt souporabe priporocˇenih
prvin v podjetju. S predstavljeno uporabo prvin dosezˇemo preprecˇevanje oz.
predcˇasno odkrivanje napak, enostavno sledenje napredku in visoko stopnjo
avtomatizacije procesa razvoja. Olajˇsano je tudi uvajanje in izobrazˇevanje
novih cˇlanov projektne ekipe. Tako zastavljen proces razvoja programske




V nadaljevanju bomo predstavili osnove razvoja programske opreme. Spo-
znali bomo pojem zˇivljenjski cikel razvoja programske opreme in izpostavili
tri modele zˇivljenjskega cikla, ki so po avtorjevem mnenju pustili najvecˇji
pecˇat v nacˇinu projektnega dela. Izpostavili bomo slapovni model, model
hitrega razvoja programske opreme in agilne modele (s poudarkom na meto-
dologij Scrum). Opredelili bomo pojem in izpostavili dva pomembna para-
metra kakovosti razvoja programske opreme.
Razvoj programske opreme je pojem, ki opisuje sˇiroko podrocˇje izdelave
programskih resˇitev. Izdelava programske resˇitve praviloma vkljucˇuje nasle-
dnje faze: zbiranje zahtev, nacˇrtovanje, izdelavo, testiranje in vzdrzˇevanja
programske resˇitve. Razvoj programske opreme je proces.
2.1 Zˇivljenjski cikel razvoja programske opreme
Zˇivljenjski cikel razvoja programske opreme (angl. Software Development
Life Cycle - SDLC ) genericˇno opredelimo kot zaporedje faz (korakov), ki
so potrebni za zasnovo, razvoj in vzdrzˇevanje programske resˇitve. V ciklu
si sledi sˇest faz: zbiranje in analiza zahtev, nacˇrtovanje, izvedba, testiranje,
namestitev in vzdrzˇevanje [1].
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4 POGLAVJE 2. RAZVOJ PROGRAMSKE OPREME
Skupaj z razvojem informacijskih tehnologij se je izoblikovalo vecˇ modelov
zˇivljenjskega cikla razvoja programske opreme.
2.2 Modeli zˇivljenjskih ciklov razvoja program-
ske opreme
Vpeljava modelov zˇivljenjskih ciklov za razvoj programskih opreme standar-
dizira proces razvoja.
Modeli se med seboj razlikujejo po marsicˇem, a zanimiva je locˇitev na
tiste, ki se lazˇje (angl. adaptive) in tiste, ki se tezˇje prilagajajo (angl. predic-
tive) na spremembe tekom trajanja projekta [2]. Modeli razvoja programske
opreme se neprestano razvijajo (dopolnjujejo in nadgrajujejo) in se s tem
prilagajajo novim potrebam v poslovnih okoljih.
Vsak model razvoja programske opreme vsebuje razlicˇno sˇtevilo faz (z
vecˇ pod-fazami). Ponavadi obstajajo pri vsakem modelu trije vecˇji sklopi
faz: zasnova, izvedba in vzdrzˇevanje. Bolje domiˇsljeni modeli (ob sosledju
faz) opredelijo tudi vloge (akterje), aktivnosti, izdelke in povezave med njimi.
Z uporabo modela razvoja programske opreme pridobimo ogrodje, ki nam
omogocˇa razvoj programske resˇitve ter organizacijo, vodenje in spremljanje
projekta [3].
Izbira pravilnega pristopa k razvoju programske resˇitve je odvisna od vecˇ
dejavnikov. Nasˇtejmo najbolj pogoste:
• pogostost sprememb v uporabniˇskih zahtevah,
• tip programske resˇitve (nova, v vzdrzˇevanju, razvoj produkta ali razvoj
podpore narocˇnikovi storitvi),
• velikost projektne ekipe in cˇas,
• znanja in izkusˇenost projektne ekipe,
• kolicˇina sredstev.
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Ob izbiri se je potrebno zavedati, da idealen model ne obstaja in da se prvine
izbranega modela pogosto prilagajajo med samim trajanjem projekta [4].
V nadaljevanju bomo predstavili tri najbolj prepoznane in hkrati najbolj
pogosto uporabljene pristope k razvoju programske opreme.
2.2.1 Slapovni model
Slapovni model (angl. waterfall model) je dolgo cˇasa veljal za najpogosteje iz-
branega pri razvoju programske opreme. Model posnema vzorce, ki ji je mocˇ
opaziti v tovarniˇskih in gradbenih procesih, kot model razvoja programske
opreme pa ga je prvi opredelil Winston W. Royce (1970).
Model sestoji iz petih faz, ki sledijo genericˇnem modelu razvoja program-
ske opreme. Faze modela zˇivljenjskega cikla prikazuje slika 2.1.
Slika 2.1: Faze slapovnega modela razvoja programske opreme.
Znacˇilnost slapovnega modela je, da so faze zaporedne in se med seboj
ne prekrivajo. Ob koncu posamezne faze se rezultati preverijo in potrdijo.
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Pogosto se na konce faz vezˇejo tudi pogodbene financˇne obveznosti. Koncˇni
izdelki posamezne faze so gradivo za zacˇetek faze, ki sledi.
Projekt, ki poteka po slapovnem modelu je preprost in lahek za planira-
nje (cˇasovnica in potrebe po kadrih se lahko opredelijo pred zacˇetkom prve
faze) in se dobro obnese na manjˇsih projektih, kjer so uporabniˇske zahteve
dobro znane in definirane zˇe ob zacˇetku. Model se odsvetuje, cˇe obstaja ve-
lika stopnja verjetnosti, da se bodo uporabniˇske zahteve pogosto spreminjale
ali pa so bile nejasno izrazˇene. Slabost modela je tudi, da se narocˇnik in
koncˇni (testni) uporabniki s programsko resˇitvijo v zˇivo prvicˇ srecˇajo v fazi
testiranja, ko so vse uporabniˇske zahteve zˇe implementirane. Takrat je tezˇko
popraviti nekaj, kar ni bilo dobro opredeljeno zˇe v fazi analize in nacˇrtovanja.
Naknadni popravki povzrocˇajo zamik projektne cˇasovnice in odstopanje od
financˇne konstrukcije projekta. Prav zaradi tega je model neprimeren tudi
za velike, dolgotrajne projekte.
V praksi tak pristop pogosto uporabimo po prehodu v produkcijsko okolje,
torej za vzdrzˇevanje zˇe stabilnih programskih resˇitev. Nadgradnje zˇe vpelja-
nih programskih resˇitev narocˇnik pogosto bolje definira, saj ima pred seboj
delujocˇo implementacijo in neposreden odziv koncˇnih uporabnikov [5, 6].
2.2.2 Model hitrega razvoja programske opreme
Model hitrega razvoja programske opreme (angl. Rapid Application Deve-
lopment - RAD) temelji na hitrem razvoju v krajˇsih ponovitvah in izdelavi
prototipov delujocˇe programske opreme. Dandanes ga pogojno priˇstevamo
v skupino agilnih modelov razvoja programske opreme, saj je njegov cilj
narocˇniku v cˇim krajˇsem cˇasu predstaviti programsko resˇitev.
Model je nastal kot odziv na togost in zaporednost faz slapovnega mo-
dela, kjer se pogosto zgodi, da se uporabniˇske zahteve spremenijo sˇe preden
v celoti zakljucˇimo z implementacijo programske resˇitve. Predstavil ga je
James Martin leta 1991 [8].
Model vpeljuje koncept prototipa (angl. prototype) (predvsem pri nacˇrto-
vanju uporabniˇskega vmesnika), ki olajˇsa delo analitikom pri zajemanju in
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preverjanju uporabniˇskih zahtev. Taksˇen delujocˇ prototip je nato osnova
v katerega implementiramo poslovna pravila. S tem pristopom zmanjˇsamo
mozˇnost napak pri zajemu uporabniˇskih zahtev, prav tako uporaba delujocˇega
prototipa pohitri razvoj celotne programske resˇitve [7].
Model RAD vsebuje sˇtiri faze, ki so predstavljene na sliki 2.2.
• Nacˇrtovanje zahtev – faza, v kateri sta zdruzˇena analiza in nacˇrtova-
nje (opredelitev) poslovnih zahtev.
• Funkcionalna zasnova – faza, v kateri razvijemo delujocˇ prototip;
pri izdelavi se opiramo na informacije poslovnih analitikov in uporab-
nikov in tako izdelamo prototip, ki vsebuje procese in zahteve koncˇne
programske resˇitve.
• Izvedba – zakljucˇek razvoja programske resˇitve; uporabniki prototip
testirajo in vracˇajo razvojni ekipi v dopolnitev tako dolgo, dokler se
prototip ne razvije v koncˇno programsko resˇitev.
• Uvajanje – faza, v kateri so zajete vse dejavnosti, ki jih obicˇajno pove-
zujemo z zakljucˇkom projekta: koncˇna testiranja, migracija podatkov,
predaja programske resˇitve in usposabljanje koncˇnih uporabnikov.
Prednosti uporabe modela RAD so predvsem hitrost izvedbe (faza ana-
lize zahtev se delno zˇe prekriva s fazo razvoja programske resˇitve, ko gra-
dimo delujocˇ prototip), kakovost in osredotocˇenost na bistvene funkcionalno-
sti koncˇne resˇitve [7].
S ciklicˇnim preverjanjem napredka delujocˇega prototipa pri uporabnikih
zmanjˇsujemo stopnjo tveganja, da bi z implementacijo zasˇli od uporabniˇskih
zahtev. Sodelovanje z uporabniki med samim razvojem programske resˇitve
naredi model RAD bolj prilagodljiv spremembam.
Model ni primeren za zelo velike projektne ekipe in zahtevne projekte.
Najbolje se izkazˇe pri malih in srednje velikih projektnih ekipah. Cˇe upo-
rabimo model RAD na velikem projektu s sˇtevilcˇno projektno ekipo, so sla-
bosti modela sˇe bolj ocˇitne. Prototipni pristop izdelave programske resˇitve
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Slika 2.2: Faze modela hitrega razvoja programske opreme.
lahko povzrocˇi opusˇcˇanje razvojnih standardov (slaba zasnova jedra program-
ske resˇitve, odsotnost pouporabljivosti, modularnosti in skalabilnosti izvorne
kode) in dobrih praks [9].
2.2.3 Modeli agilnega razvoja
Med agilne modele oz. metode priˇstevamo metode razvoja programske opre-
me, ki jim je skupen iterativen, evolucijski in prilagodljiv pristop.
Glavna razlika v primerjavi s klasicˇnimi metodami je dolzˇina trajanja
ene ponovitve razvojnega cikla. Cˇe pri klasicˇnih metodah iteracija traja
npr. 3 do 6 mesecev, iteracija agilne metode nacˇeloma traja od enega do
sˇtirih tednov. S krajˇsimi iteracijami razvoja programskih resˇitev se pojavijo
manjˇsa tveganja, manjˇsa je zahtevnost programske resˇitve, od uporabnikov
pa hitreje pridobimo povratne informacije.
Znacˇilnosti agilnih metod so:
• boljˇsa komunikacija v projektni ekipi,
• aktivna vloga vsakega posameznega cˇlana projektne ekipe,
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• projekta ekipa dosega skupne odlocˇitve,
• transparentnost procesa razvoja,
• koncˇna programska resˇitev se gradi z majhnimi koraki,
• osredotocˇenost na redno dostavo programske resˇitve koncˇnim uporab-
nikom.
Poudarek je na zakljucˇevanju nalog. Za zakljucˇek naloge je potrebno
vsako nalogo testirati (testiranje je del zˇivljenjskega cikla vsake naloge). Na-
loga tako ni koncˇana, cˇe je nismo prej preverili. Le po zakljucˇku obstojecˇe
naloge se lotimo nove.
Uporabniˇske zahteve niso opredeljene do zadnje podrobnosti – praviloma
so podane na visokem nivoju, kot ga vidi in razume koncˇni uporabnik.
Zato sta sodelovanje in dobra komunikacija celotne projektne ekipe kljucˇnega
pomena za jasnost uporabniˇskih zahtev.
Cˇeprav se uporabniˇske zahteve razvijajo – se cˇasovni okvir ne spreminja.
Cˇe to lastnost primerjamo s klasicˇnimi modeli razvoja, kjer dodajanje novih
zahtev praviloma podaljˇsa cˇasovnico, agilne metode spremembo uposˇtevajo,
vendar se na racˇun spremembe iz cˇasovnice odstrani neka druga naloga [11].
Agilne metode (predvsem metodi Scrum [13] in Kanban [14] oz. kombina-
cija obeh) so se izkazale za priljubljeno izbiro mladih tehnolosˇkih podjetij. Iz-
delava programske resˇitve, ki se inkrementalno dopolnjuje (in inkrementalno
namesˇcˇa) omogocˇa takim podjetjem zgodnji vir dohodka (npr. narocˇnina sto-
ritve, mobilna aplikacija v spletni prodajalni). Prednosti agilnih metod so
tudi preglednost, kvaliteta (testiranje vgrajeno v zˇivljenjski cikel uporabniˇske
zahteve), boljˇse obvladovanje tveganj, zmozˇnost prilagajanja na spremembe,
obvladovanje strosˇkov (spremenjene zahteve ne spremenijo cˇasovnega okvirja
izvedbe ostaja enak) in vpletenost narocˇnika (ker je narocˇnik vpleten – so-
deluje ob odlocˇitvah in ima pregled nad stanjem in napredkom projekta, kar
vpliva tudi na zadovoljstvo narocˇnika). Zaradi skupnih odlocˇitev narocˇnika
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in izvajalca se bo na koncu oblikovala koncˇna programska resˇitev, ki bo na-
rejena po meri narocˇnika [12].
Scrum
Metoda Scrum [10, 13] velja za najpogosteje uporabljeno agilno metodo ra-
zvoja programskih resˇitev. Izvira iz metode RAD (hitra izdelava prototipov),
vendar je prilagojena za okolja, kjer so uporabniˇske zahteve zˇe v zacˇetku ne-
popolno opredeljene in obstaja velika verjetnost, da se bodo hitro spreminjale
[7].
Optimalno okolje za uvedbo metode Scrum so manjˇse ekipe (do 10 ljudi).
V tako veliki projektni ekipi je najlazˇje preverjati dnevni napredek in ob-
vladovati tveganja. Poleg stalne projektne ekipe je za Scrum znacˇilna serija
tekov (angl. sprint). Tek je cˇasovno obdobje med dvema do sˇtirimi tedni in
vedno traja enako dolgo. Vsak tek lahko smatramo kot mini projekt, v ka-
terem zˇelimo pripraviti nadgrajeno verzijo programske resˇitve [15]. Metoda
strogo opredeljuje cˇasovne okvirje in navade (dolzˇina trajanja teka, redni
dnevni in tedenski sestanki), ter spodbuja hitro dostavo izvedenih sprememb
programske resˇitve.
Vse postopke metode razdelimo v tri faze tekom zˇivljenjskega cikla ra-
zvoja programske resˇitve, kot prikazuje slika 2.3.
Faza planiranja (angl. planning phase – pre-game phase), ta faza vse-
buje dve razvojni stopnji projekta – opredelitev arhitekture in oblikovanje
zˇelenih lastnosti bodocˇe programske resˇitve. Pri opredeljevanju arhitekture
(na visokem nivoju) se ne omejimo le na uporabljeno tehnologijo, temvecˇ
opredelimo tudi standarde, projektno ekipo, uporabljena orodja in druge
vire, ki bodo potrebni med trajanjem projekta. V tej fazi pripravimo seznam
vseh lastnosti programske resˇitve, ki jih je potrebno razviti (angl. product
backlog). Seznam zapiˇsemo v obliki uporabniˇskih zgodb (angl. user story)
urejenih po ustrezni prioriteti, ki skupaj tvorijo bolj obsˇirne lastnosti (angl.
epics). Vsaka uporabniˇska zgodba ima oceno (angl. story points), ki odrazˇa
zahtevnost izvedbe. Lastnik programske resˇitve (angl. product owner) skrbi,
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Slika 2.3: Faze metode Scrum [59].
da je seznam urejen, posodobljen z novimi zahtevami (v obliki novih upo-
rabniˇskih zgodb), dopolnjen s podrobnejˇsimi zahtevami in z bolj natancˇnimi
ocenami. S prilagajanjem seznama skrbi tudi za to, da razvojna ekipa dela
na tistih funkcionalnostih, ki imajo najviˇsjo dodano vrednost za narocˇnika.
V tej fazi je, s celotno projektno ekipo, opredeljena tudi pomembna defi-
nicija - definicija koncˇanega (angl. definition of done). Definicija opredeljuje
kdaj je uporabniˇska zgodba s seznama zakljucˇena - tako vsebinsko (izpolnjuje
vse kriterije sprejemljivosti), tehnicˇno (opravljen pregled izvorne kode, testi-
ranje enot pokriva 70% izvorne kode) kakor tudi postopkovno (opravljeno
testiranje testne ekipe, opravljen pregled lastnika resˇitve).
Faza izvedbe (angl. development phase – mid-game phase) je izvedbena
faza, ki je razdeljena na teke, torej enako dolga obdobja izvedbe uporabniˇskih
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zgodb (slika 2.4). Za vsako tako obdobje cˇlani ekipe izberejo seznam zgodb
(angl. sprint backlog), ki jih bodo v tem obdobju zakljucˇili. Lastnik program-
ske resˇitve lahko svetuje, katere zgodbe naj bodo vkljucˇene v tek, ne sme pa
ukazovati. Nacˇrtovanje teka poteka na skupnem sestanku (angl. sprint plan-
ning) ob zacˇetku teka.
Nad potekom teka bdi skrbnik metodologije (angl. scrum master) [16].
Skrbnik je odgovoren za to, da tek poteka brez tezˇav: ekipi pomaga odstraniti
ovire, ki se pojavijo ob delu, skrbi, da cˇlani ekipe niso moteni z zunanjimi
vplivi in da vsi cˇlani ekipe razumejo pravila Scrum metodologije.
Dnevno se cˇlani ekipe zberejo na kratkem petnajst minutnem sestanku
(angl. daily scrum), ki vedno poteka na dogovorjenem mestu ob dolocˇeni uri.
Na sestanku vsak cˇlan ekipe predstavi aktivnosti svojega dne in povzame
dosezˇke preteklega. Opozori lahko tudi na morebitne tezˇave, ki jih ima pri
svojem delu. Napredek teka se dnevno prikazuje s pomocˇjo t.i. grafa izvedbe
(angl. burn down chart). Graf prikazuje kolicˇino zakljucˇenih uporabniˇskih
zgodb v odvisnosti cˇasovnega okvirja enega teka.
Ob koncu teka se opravi predstavitev opravljenega dela (angl. sprint
review). Na tem sestanku razvojni del ekipe predstavi razvite funkcionalnosti
vsej ekipi. Glavni namen predstavitve je pridobiti povratno informacijo vseh
vpletenih. Povratna informacija je v pomocˇ lastniku programske resˇitve pri
urejanju seznama uporabniˇskih zgodb in nacˇrtovanju naslednjih tekov.
Vsak tek zakljucˇi sestanek na katerem cˇlani ekipe izpostavijo dobre in
slabe dogodke (angl. sprint retrospective), ki so jih opazili med trajanjem
teka. Sodelujocˇi podajo razloge za dosezˇeno hitrost teka (angl. sprint velo-
city). Definicija hitrosti je sesˇtevek vseh tocˇk koncˇanih uporabniˇskih zgodb
v teku. Ugotovljena hitrost razvojne ekipe je v pomocˇ pri nacˇrtovanju na-
slednjih tekov. Posebna pozornost je namenjena razlogom, ki so privedli do
tega, da nekatere uporabniˇske zgodbe niso bile zakljucˇene. Cilj sestanka je,
da se ekipa dogovori za izboljˇsave obstojecˇega procesa dela, ki jih bo izvedla
do prihodnjicˇ.
Po potrebi se ozˇja ekipa sestane na posebnem sestanku (angl. backlog refi-
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Slika 2.4: Izvedbena faza metode Scrum [59].
nement / grooming) na katerem pregleda in uskladi novonastale uporabniˇske
zgodbe, da so jasno definirane in kot take pripravljene za vkljucˇitev v enega
od naslednjih tekov. Sestanek ni obvezen del Scrum cikla, vendar pripomore
h kvalitetnejˇsi opredelitvi uporabniˇskih zgodb, kar kasneje pospesˇi njihovo
implementacijo.
Zakljucˇna faza (angl. closure phase – post-game phase) je faza pre-
daje programske resˇitve, ki se pricˇne takrat, ko vodstvo oceni, da so vsi
tehnicˇni in vsebinski predpogoji za prehod v produkcijo pripravljeni, ko je
bilo opravljeno koncˇno (sistemsko) testiranje z vsemi delujocˇimi integracijami
in napisana vsa tehnicˇna in uporabniˇska dokumentacija. Programska resˇitev
je pripravljena za prehod v produkcijo.
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2.3 Kakovost razvoja programske opreme
Insˇtitut IEEE (angl. Institute of Electrical and Electronics Engineers) opre-
deljuje kakovost programske opreme z dvema definicijama: stopnja prilagaja-
nja sistema, komponente ali procesa podanim zahtevam in stopnja prilagaja-
nja sistema, komponente ali procesa narocˇnikovim potrebam ali pricˇakovan-
jem [18].
Ob pojmu kakovosti programske opreme, se srecˇamo tudi z vprasˇanjem
kako zagotoviti kakovostno programsko opremo (angl. Software Quality As-
surance - SQA) v procesu razvoja programske opreme. IEEE opredeljuje
zagotavljanje kakovosti programske opreme kot nacˇrtovan seznam vseh po-
trebnih korakov, za zagotovitev zadostne stopnje zaupanja v to, da se pro-
gramska oprema (produkt) prilagaja tehnicˇnim zahtevam oz. nabor postop-
kov s katerimi ocenjujemo proces nastanka programske opreme [18].
Proces razvoja programske opreme lahko oplemenitimo z razlicˇnimi me-
hanizmi zagotavljanja kakovosti. Raven kakovosti lahko dvignemo s prepro-
sto vpeljavo primerov dobrih praks in orodij. Sˇe bolje pa je, cˇe zadostimo
mednarodnim standardom (npr. ISO 9001 [19]) in uveljavljenim modelom
vrednotenja uspesˇnosti in zrelosti procesov (npr. CMMI [20]). Slika 2.5 pri-
kazuje povezavo med vsemi sluzˇbami organizacije, ki vodijo do kakovostnega
koncˇnega izdelka.
Pomemben dokument, ki ga pripravimo v okviru projekta, je nacˇrt za-
gotavljanja kakovosti (angl. Software Quality Assurance Plan - SQAP). V
njem opredelimo postopke, orodja, oblike porocˇil, ki jih bo ekipa za zagota-
vljanje kakovosti uporabljala pri svojem delu. V nacˇrt vkljucˇimo oblike in
nacˇine obvesˇcˇanja med ekipo za zagotavljanje kakovosti ter ostalimi sode-
lujocˇimi na projektu. Postopki zagotavljanja kakovosti pri razvoju program-
ske opreme niso omejeni le na strogo tehnicˇni del (pregledi izvorne kode, izva-
janje razlicˇnih testov programske resˇitve, upravljanje), ampak se vkljucˇujejo
v celoten zˇivljenjski cikel projekta (programske resˇitve) sˇirijo pa se tudi v
delovanje organizacije [17].
S postopki zagotavljanja kakovosti zˇelimo zmanjˇsati mozˇnosti za: napacˇno
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Slika 2.5: Sodelovanje razlicˇnih sluzˇb znotraj organizacije za zagotavljanje
kakovosti koncˇnega izdelka [58].
(slabo) opredeljene uporabniˇske zahteve, nejasnosti v komunikaciji med narocˇ-
nikom in razvojno ekipo, odstopanja od zahtev, napake v nacˇrtovanju in
implementaciji programskih komponent, odstopanja od dogovorjenih stan-
dardov pri implementaciji, odsotnost testiranja, napake postopkov in doku-
mentiranja [18].
2.3.1 Tehnicˇni dolg
Kakovost programske resˇitve pogosto opiˇsemo s pojmom tehnicˇni dolg (angl.
technical debt, design debt). V osnovi ga merimo v cˇasovnih enotah (npr.
10 dni in 9 ur), kar je preprosto pretvoriti v kolicˇino sredstev potrebnih za
odpravo dolga.
Pojem opisuje cˇas porabljen za razvoj, ki bo namenjen temu, da nadome-
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stimo vse nedomiˇsljene (hitre) resˇitve v izvorni kodi z najbolj optimalnimi in
zanesljivimi. Cˇeprav izraz povezujemo s slabo implementirano izvorno kodo,
lahko nastane tudi zaradi slabih arhitekturnih odlocˇitev, odlasˇanjem s pre-
strukturiranjem programske kode (angl. refactoring), nejasnih uporabniˇskih
zahtev, pomanjkljive dokumentacije, slabega razumevanja problema ali ne-
realnih projektnih rokov. Izraza se je domislil Ward Cunningham, ko je po-
skusˇal upraviteljem organizacije v kateri je bil zaposlen, predstaviti smoter
prestrukturiranja programske kode.
Posledice visokega tehnicˇnega dolga (cˇe je programska resˇitev zˇe v pro-
dukcijskem okolju) so tezˇje vzdrzˇevanje in (cˇasovno) zahtevnejˇse nadgradnje.
Nadgradnje posledicˇno lahko pripeljejo do nestabilnosti ali izpada produkcij-
skega sistema, kar pripelje do financˇnih izgub ali pogodbenih kazni [21, 22].
2.3.2 Ocena SQALE
Ocena SQALE (angl. Software Quality Assessment based on Lifecycle Expec-
tations) predstavlja enoznacˇno oznako za stopnjo tehnicˇnega dolga program-
ske kode. Ocena je osnovana na razmerju tehnicˇnega dolga:
strosˇek odprave pomanjkljivosti / strosˇek razvoja vrstice pr. kode * sˇt. vrstic
Ocenjevalna metoda je genericˇna in neodvisna od programskega jezika






Indeksi pokrivajo najpogostejˇse pojme kakovostne izvorne kode – prever-
ljivost (angl. testability), zanesljivost, zamenljivost, ucˇinkovitost, varnost,
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vzdrzˇevalnost, prenosljivost in pouporabljivost. Spremenljiva komponenta,
ki si jo vsak uporabnik metode prilagodi svojim potrebam ali potrebam or-
ganizacije so indikatorji. Za prikaz ocene SQALE se najpogosteje uporablja
vrednosti med A (najboljˇse) in E (najslabsˇe) [23].




V poglavju bomo predstavili nekatere priporocˇene prvine razvoja program-
ske opreme. Izbrane prvine pozitivno vplivajo na kakovost koncˇne program-
ske resˇitve, pripomorejo k preglednosti, stabilnosti, zmanjˇsujejo tveganja in
omogocˇajo preprosto spremljanje napredka projekta - tako v metodolosˇkem,
tehnicˇnem in poslovnem smislu.
Pomembna cilja, ki jih zˇelimo dosecˇi sta jasnost stanja projekta in av-
tomatizacija nekaterih zamudnih postopkov pri razvoju programske opreme.
Izpostavljene prvine omogocˇajo izpolnitev obeh ciljev, kar po nasˇem mnenju,
koncˇni programski resˇitvi prinasˇa zrelost in kakovost.
Prvine so bile izbrane na podlagi desetletja avtorjevih delovnih izkusˇenj,
opazovanj in spremljanja trendov IT sveta. Primerne so za manjˇsa oz. srednje
velika podjetja (ki sama nimajo dovolj sredstev, da bi uvedla kaksˇnega od
znanih standardov), vendar dovolj prilagodljive, da rastejo in se razvijajo
skupaj s podjetjem.
Predstavljene prvine lahko uvajamo posamicˇno oz. nepopolno, vendar se
najboljˇse rezultate dosezˇemo z uposˇtevanjem vseh. V tem pogledu je avtorjev
nabor priporocˇenih prvin podoben modelu ekstremnega programiranja (angl.
eXtreme Programming - XP). Omenjeni model prav tako priporocˇa uporabo
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prvin, ki povecˇajo produktivnost in dvignejo raven kakovosti. Nekatere od
prvin, ki ji model ekstremnega programiranja izpostavlja (npr. pisanje pro-
gramskih testov, pregledi izvorne kode) so priporocˇene tudi v nasˇem modelu.
3.1 Obravnava uporabniˇskih zahtev
S pojmom uporabniˇska zahteva (angl. user requirement) opisujemo oprede-
ljeno potrebo uporabnika po dolocˇeni funkcionalnosti v nastajajocˇi program-
ski resˇitvi. Zahteve so zbrane v dokumentu uporabniˇskih zahtev (angl. user
requirements document), ki nastane v analiticˇni fazi projekta.
Izbrana metodologija projekta vpliva na nacˇin upravljanja uporabniˇskih
zahtev med razvojno fazo. Cˇe programsko resˇitev razvijamo po slapovnem
modelu pricˇakujemo, da so uporabniˇske zahteve natancˇno opredeljene in
usklajene z narocˇnikom. Agilni pristop v analiticˇni fazi (npr. priprava se-
znama zˇelenih lastnosti programske resˇitve) dopusˇcˇa ohlapnejˇse opredeljene
zahteve, ki se nato natancˇneje opredelijo v sodelovanju z narocˇnikom na
dnevnem nivoju. Uporabniˇske zahteve pretvorimo v zahtevke (naloge) v fazi
nacˇrtovanja. Pri agilnih metodah (npr. Scrum) pa se uporabniˇske zahteve
zˇe zapisujejo v obliki zahtevka (uporabniˇska zgodba).
Med razvojem programske resˇitve uporabimo orodja za upravljanje zah-
tevkov (angl. issue tracking system). Z uporabo takega orodja med razvojem
programske resˇitve, lahko zahteve razporejamo med razvijalce. Vsak zahte-
vek vsebuje navodila za implementacijo, potrebno dodatno dokumentacijo,
pomembnost in okvirno oceno napora (zapisano kot cˇas ali tocˇke). Tip zah-
tevka je tudi prijava napacˇnega delovanja programske resˇitve (angl. bug re-
port). Pri prijavljenih napakah je pomembno, da prijavitelj zapiˇse okoliˇscˇine
(datum in uro napake, aplikacijsko okolje) in korake za ponovitev napake.
Vsak zahtevek sledi zˇivljenjskemu ciklu, ki je opredeljen s tipom zahtevka.
Uporaba orodij za upravljanje zahtevkov mocˇno poenostavi pregled nad
napredovanjem projekta, olajˇsa organizacijo dela, omogocˇa prenos znanja in
komunikacijo med razvijalci in narocˇnikom. Na podlagi vseh zajetih podat-
3.2. PROGRAMSKI JEZIK 21
kov o spremembah na zahtevkih orodja, preko nabora metrik, omogocˇajo
analiticˇni pogled na napredek pri razvoju programske resˇitve.
Pomembno je da z narocˇnikom uskladimo kanale in oblike komunikacije,
v nasprotnem primeru se lahko zgodi, da nove (oz. spremenjene) uporabniˇske
zahteve prihajajo v izvedbo slabo opredeljene in nepremiˇsljene. Zahtevi ni
mocˇ slediti, cˇe je priˇsla do razvojnika preko telefona in bila takoj izvedena. V
primeru, da razvojnik zapusti razvojno ekipo, z njegovim odhodom izgubimo
tudi del znanja o okoliˇscˇinah nastanka spremembe.
3.2 Programski jezik
Izbira programskega jezika lahko mocˇno vpliva na kakovost in stabilnost
koncˇne programske resˇitve. Pri izbiri moramo uposˇtevati domeno programske
resˇitve, narocˇnika (cˇe je ta znan) in kakovost samega programskega jezika.
Ob izbiri programskega jezika, uposˇtevajocˇ domeno programske resˇitve,
je potrebno pretehtati vse vidike izvajalnega okolja (namen uporabe, hitrosti
izvajanja, prenosljivost, zunanje omejitve). Cˇe resˇitev implementiramo za
znanega narocˇnika, ki bo kasneje prevzel vzdrzˇevanje programske resˇitve, je
izbira odvisna od nivoja znanja narocˇnikove vzdrzˇevalne ekipe, njegove teh-
nolosˇke usmeritve in s tem povezanih strosˇkov. Pogosto izbira programskega
jezika (in izvajalnega okolja) ni v domeni izvajalca, pacˇ pa je predmet do-
govora med izvajalcem in narocˇnikom. Izbira programskega jezika je takrat
opredeljena zˇe v dokumentu tehnicˇne specifikacije projekta.
Kakovost programskega jezika je sˇirsˇi pojem in vkljucˇuje zrelost jezika
(kolicˇina dokumentacije, nabor orodij, kolicˇina skupnih programskih knjizˇnic,
uveljavljenost v vecˇjih podjetjih), velikost in aktivnost skupnosti uporabnikov
jezika, ter tehnicˇne lastnosti jezika (zmogljivost in stabilnost). Pri skupnih
programskih knjizˇnicah gre opozoriti na pomembnost zmogljivih knjizˇnic (og-
rodij) za izvajanje testiranja enot (angl. unit test) in imitacijo programskih
konstruktov (angl. mocking). Cˇe programski jezik ne ponuja ogrodij za iz-
vedbo testov enot, bomo tezˇko zagotovili pravilno delovanje izvorne kode.
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Testi enot so potrebni za opis pravilnega delovanja izvorne kode in za pre-
verjanje vpliva dograjenih sprememb.
Kriterij za izbiro programskega jezika, ki pomembno vpliva na kvali-
teto procesa razvoja programske resˇitve, je zmozˇnost avtomatizacije proce-
sov (angl. build automation) - prevajanja izvorne kode v strojno, testiranja
prevedene programske kode in grajenja datotek za namestitev (angl. build
artifacts) v aplikacijsko okolje.
Avtomatizacijo opisanega postopka dosezˇemo z uporabo orodij za upra-
vljanje projektov (angl. build management tools). Orodja so pogosto po-
vezana s programskim jezikom in zagotavljajo enotno definicijo postopka
in delezˇnike procesa. Poleg zaporedja korakov (ali izjem v korakih) po-
stopka preko orodij upravljamo z uporabljenimi programskimi knjizˇnicami
in vkljucˇujemo dodatne vticˇnike, ki nadgradijo postopek (npr. izdelava
porocˇil o prilagajanju izvorne kode uveljavljenim standardom). Modernejˇsa
orodja vkljucˇujejo tudi mehanizme za naslavljanje in posredovanje program-
skih knjizˇnic z medmrezˇja. Uporaba teh orodij standardizira izvajalni proces,
omogocˇa projektu vecˇjo prenosljivost, ter lazˇje in hitrejˇse vkljucˇevanje novih
cˇlanov v razvojno ekipo. Kljucˇni kriteriji ob izbiri orodja naj bodo:
• razsˇirjenost,
• preprostost upravljanja uporabljenih programskih knjizˇnic,
• kolicˇina prosto dostopnih vticˇnikov,
• prilagoditve postopka grajenja namestitvenih datotek.
Ob zadnji tocˇki merimo na postopek, ki ga orodje predpisuje za izdelavo
koncˇnega izdelka. Cˇe primerjamo orodiji Apache Ant [24] in Apache Maven
[25], opazimo ocˇitno razliko. Apache Ant omogocˇa popolno svobodo pri
verizˇenju korakov ob gradnji, medtem ko Apache Maven predpisuje zaporedje
korakov.
Premislek o izbiri programskega jezika obicˇajno opravimo v fazi analize
zahtev in nacˇrtovanja projekta. Pogosto je izbira jezika odvisna od splosˇne
tehnicˇne usmeritve podjetja izvajalca.
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3.3 Sistem za upravljanje z izvorno kodo
Sistemi za upravljanje z izvorno kodo zagotavljajo hranjenje (navadno na
namenskem strezˇniku) in verzioniranje izvorne kode. Razvijalci implementi-
rajo spremembe na svoji, lokalno shranjeni, verziji izvorne kode. Ko z im-
plementacijo zakljucˇijo, skupek sprememb posˇljejo na strezˇnik z namesˇcˇenim
sistemom za upravljanje izvorne kode. Vsaka sprememba izvorne kode je
hranjena pod unikatno verzijo – revizijo (angl. revision). Ob tem se shra-
nita tudi cˇasovni zˇig in oznaka avtorja spremembe. Tako natancˇno vodenje
revizijskih oznak omogocˇa takim sistemom primerjavo, zdruzˇevanje in resta-
vriranje tocˇno dolocˇenega stanja izvorne kode.
Prednosti uporabe takih sistemov so:
• vzporedno delo vecˇ razvojnikov na izvorni kodi,
• vpogled v zgodovino sprememb izvorne kode,
• vejitve (angl. branching) in zdruzˇevanje (angl. merging) izvorne kode,
• sledljivost spremembam.
Pomembno je varno hranjenje izvorne kode na neodvisni lokaciji z varno-
stno kopijo. Ta ukrep je kljucˇnega pomena, saj je izvorna koda rezultat dela
celotne projektne ekipe.
Sistemi za upravljanje z izvorno kodo omogocˇajo razvijalcem projektne
ekipe vzporedno delo na projektni izvorni kodi, brez medsebojnega oviranja.
Sistemi implementirajo mehanizme za varno (pravilno zaporedje glede na
cˇasovne zˇige) zdruzˇevanje delov izvorne kode. Cˇe dva razvijalca implemen-
tirata spremembo na istem delu izvorne kode, ki jo sistem za upravljanje z
izvorno kodo s svojimi mehanizmi ni uspel zdruzˇiti pride do konflikta spre-
memb (angl. merge conflict). Resˇevanje takega stanja zahteva uporabnikov
poseg [26].
Osnovni namen sistemov za upravljanje z izvorno kodo je od njihovega
nastanka enak, mocˇno pa so se spremenili pogoji v katerih ekipe razvijalcev
24
POGLAVJE 3. PRIPOROCˇENE PRVINE RAZVOJA PROGRAMSKE
OPREME
opravljajo svoje delo. Pogosto projektna ekipa ne sedi vecˇ v isti pisarni,
ampak je razkropljena po vecˇ drzˇavah v razlicˇnih cˇasovnih pasovih.
Glede na nacˇin hranjenja osrednje kopije izvorne kode se sistemi delijo v
dve skupini: centralizirani in porazdeljeni. Razliko v nacˇinu delovanja
lahko vidimo na sliki 3.1.
Slika 3.1: Centralizirani (levo) in porazdeljeni (desno) sistemi za upravljanje
z izvorno kodo.
Med centralizirane sisteme priˇstevamo nekoliko starejˇse sisteme – Con-
curent Versions System [27] ali Subversion [28]. Osnova dela s takimi sistemi
je model strezˇnik – odjemalec. Uporabnik s centralnega strezˇnika prenese
izvorno kodo, implementira spremembe in spremembo izvorne kode vrne na
centralni strezˇnik. Spremenjena izvorna koda je nato vidna tudi ostalim upo-
rabnikom. Osrednja kopija izvorne kode je vedno shranjena na centralnem
strezˇniku.
Najbolj izpostavljeni predstavniki porazdeljenih sistemov za upravlja-
nje izvorne kode so sistemi Git [29], Mercurial [30] in Bazaar [31]. Porazde-
ljenost sistemi dosezˇejo tako, da si uporabnik prenese (angl. clone) celotno
zgodovino sprememb izvorne kode (tudi vse metapodatke) na svoj racˇunalnik.
Na tak nacˇin nastanejo kopije celotne zgodovine sprememb izvorne kode in
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tako ni potrebe po centralnem strezˇniku. Zaradi lokalne kopije stanja sistema
lahko uporabnik vse spremembe opravi brez omrezˇne povezave (omrezˇno po-
vezavo potrebuje le pri sinhronizacije sprememb z izvorom) [32, 33].
Izbira med centraliziranim ali porazdeljenim sistemom za upravljanje iz-
vorne kode je dandanes preprosta. Porazdeljeni sistemi so z mehanizmi za
preprosto zdruzˇevanje vej brez konfliktov, delovanja brez neprestane pove-
zave v omrezˇje, hitrostjo in nacˇinom dela, ki ne zahteva osrednjega strezˇnika
izrinili centralizirane sisteme.
Cˇeprav porazdeljeni sistemi za upravljanje z izvorno kodo odpravljajo
potrebo po osrednjem strezˇniku v praksi temu ponavadi ni tako. Ob zacˇetku
implementacije programske resˇitve dolocˇimo osrednji strezˇnik projekta na
katerega razvojniki posˇiljajo svoje spremembe.
3.4 Vejitve in nacˇini dela z izvorno kodo
Pojem veja (angl. branch) opisuje cˇasovno zaporedje sprememb izvorne kode
programske resˇitve. Vzporedna oz. stranska veja (angl. child branch), ki
nastane kot rezultat vejitve je dvojnik izvorne (glavne) veje (angl. parent
branch). Spremembe se na vzporedni veji vodijo locˇeno in jih lahko zdruzˇimo
nazaj v glavno vejo. Vzporedne veje uporabljamo za vzporedno implemen-
tacijo novih funkcionalnosti, razne optimizacije ali vecˇje prestrukturiranje
izvorne kode programske resˇitve.
Cˇe zˇelimo kakovostno upravljati projektno izvorno kodo, moramo izbrati
najprimernejˇsi nacˇin dela (angl. workflow). Z nacˇinom dela opredelimo upo-
rabo vej in zaporedje korakov pri ravnanju z izvorno kodo. S tem omogocˇimo
socˇasno delo vecˇ razvijalcem na isti izvorni kodi. Nekateri delovni tokovi tudi
preprecˇujejo nepotrebne konflikte pri zdruzˇevanju programske kode. Izbira
pristopa (nacˇina vejitev in zdruzˇevanja sprememb) je odvisna od sˇtevila raz-
vijalcev, njihove lokacije, kolicˇine in frekvence sprememb.
V nadaljevanju si oglejmo nekaj pristopov in z njimi povezanih vejitev
izvorne kode.
26
POGLAVJE 3. PRIPOROCˇENE PRVINE RAZVOJA PROGRAMSKE
OPREME
3.4.1 Centraliziran pristop
Pri uporabi centraliziranega pristopa (angl. centralized workflow) vsi razvi-
jalci implementirajo spremembe izvorne kode na glavni veji. Ob prekrivanju
sprememb izvorne kode pogosto pride do konfliktov ob zdruzˇevanju. Meha-
nizmi sistemov za upravljanje z izvorno kodo praviloma preprecˇujejo, da bi
razvijalec oddal svoje spremembe in pred tem ne bi posodobil svoje kopije
izvorne kode z zadnjim stanjem na centralnem strezˇniku [34].
Tak nacˇin dela je pogost pri delu s centraliziranimi sistemi za upravljanje
izvorne kode in je pogojno primeren za manjˇse ekipe, ki delujejo na isti
lokaciji.
3.4.2 Pristop z uporabo namenskih vej
Cˇe se odlocˇimo za ta pristop, se vsaka nova funkcionalnost implementira
v locˇeni veji (angl. feature branch). Vejo lahko posredujemo na osrednji
strezˇnik in tako delimo spremembe tudi z ostalimi razvijalci v ekipi. Izbira
takega nacˇin dela prinese veliko svobode pri odlocˇitvi, kdaj bomo katero od
funkcionalnosti vkljucˇili v programsko resˇitev. Pristop z uporabo vej (angl.
feature branch workflow) nadgrajuje centraliziran pristop in zmanjˇsa sˇtevilo
nepotrebnih konfliktov ob zdruzˇevanju izvorne kode [35].
3.4.3 Pristop Gitflow
Pristop poimenovan Gitflow (angl. Gitflow workflow) je izredno robusten,
namenjen upravljanju velikih projektov, ki odlicˇno sovpada z lahkotnostjo
uporabe vej v sistemu Git [29].
Pristop natancˇno opredeli namen in zaporedje uporabe vej. Poleg upo-
rabe vej za implementacijo novih funkcionalnosti opredeli tudi veje za za-
kljucˇeno verzijo (angl. release branch), razvoj (angl. development branch),
nujne popravke (angl. hotfix branch) in glavno vejo (angl. master branch), ki
naj bi vedno odrazˇala zadnje zakljucˇeno stanje izvorne kode (angl. produc-
tion state) [36]. Delovni tok je predstavil Vincent Driessen v svojem spletnem
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zapisu leta 2010 [37].
3.4.4 Primerjava pristopov
Za zacˇetek povejmo, da je predstavljene pristope mocˇ uporabljati neodvisno
od izbranega sistema za upravljanje izvorne kode. Izbiro najbolj primernega
pristopa bomo osnovali na sˇtevilu razvojnikov ter zahtevnosti in zrelosti pro-
gramske resˇitve.
Prvi, centraliziran pristop, je primeren le, cˇe razvijamo preprosto pro-
gramsko resˇitev z malim sˇtevilom (najvecˇ 3) razvojnikov. V izogiba konflik-
tom pri zdruzˇevanju izvorne kode je najbolje, da razvojniki jasno uskladijo
protokol oddaje sprememb.
Uporaba namenskih vej je nujna, cˇe zˇelimo omogocˇiti vzporedno delo
srednje veliki skupini razvojnikov. Razvojniki si razdelijo neizvedene funkci-
onalnosti programske resˇitve in vsako od njih razvijejo v namenski veji. Veje
so zdruzˇujejo v glavno vejo pod nadzorom izkusˇenega razvojnika, ki resˇuje
tudi morebitne konflikte izvorne kode.
Pristop Gitflow nadgradi namensko uporabo vej z natancˇno opredelitvijo
uporabe in postopka zdruzˇevanja vej. Omogocˇa vzporedno delo vecˇ razvojni-
kov na aktualni in prihodnji verziji programske resˇitve. Po izkusˇnjah avtorja
najboljˇsa izbira za programske resˇitve, ki so dosegle nivo zrelosti in sklope
nadgradenj, zdruzˇujejo v vnaprej opredeljene verzije. Na primer program-
ske resˇitve v fazi vzdrzˇevanja. Pristop dosezˇe najboljˇsi ucˇinek ob uporabi
distribuiranega sistema za upravljanje izvorne kode.
3.5 Integracijski strezˇnik
Integracijski strezˇnik (angl. build server, continuous integration server) je
osrednje orodje za avtomatizacijo razvoja programske opreme. Praviloma je
namesˇcˇen na namenski in neodvisen strezˇnik (ali v vecˇjih organizacijah, grucˇo
strezˇnikov) z namenom prevajanja izvorne kode, izvajanja testov, gradnje
programske opreme in orkestracije pomozˇnih procesov [39].
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Z uporabo integracijskega strezˇnika pridobimo neodvisno okolje, ki ga
lahko po potrebi nastavljamo v razlicˇna stanja, v katerem naj bi delovala nasˇa
programska resˇitev (npr. prevajanje izvorne kode z vecˇ razlicˇnimi prevajal-
niki, testiranje delovanja z malo pomnilnika, testiranje delovanja v razlicˇnih
operacijskih sistemih). Orkestracija pomozˇnih procesov (npr. obremenitveni
test dolocˇenega aplikacijskega okolja ali staticˇna analiza izvorne kode) je pre-
prosta, saj orodje omogocˇa zagon procesov na cˇasovno periodo, ob izpolnjenih
dolocˇenih pogojih ali rocˇno. Za vse opisane postopke lahko opredelimo tudi
razlicˇne nacˇine obvesˇcˇanja.
Brez uporabe integracijskega strezˇnika kot osrednjega orodja, si tudi ni
mocˇ predstavljati principa sprotne integracije (angl.continuous integration).
Princip predpostavlja, da razvijalci pogosto (tudi vecˇkrat na dan) oddajajo
svoje spremembe izvorne kode v sistem za upravljanje izvorne kode. Na
podlagi sprememb integracijski strezˇnik spremenjeno kodo prevede, sprozˇi
ustrezne teste in uspesˇno zgrajeno programsko resˇitev shrani. V primeru
neuspeha vpletene obvesti o napaki. Postopek zdruzˇuje manjˇse spremembe
izvorne kode pogosteje in s tem poskrbi, da se napake sproti odkrivajo in
odpravljajo. Postopek se lahko nadgradi z izvedbo staticˇne analize izvorne
kode in avtomatsko namestitvijo programske resˇitve [43].
3.6 Sistem za hranjenje programskih kompo-
nent
Cˇe izvorno programsko kodo hranimo v sistemu za upravljanje izvorne kode,
zˇe prevedene in zgrajene programske komponente odlagamo v sistem za hra-
njenje programskih komponent (angl. build artifacts repository). Sistem za
hranjenje programskih komponent je praviloma namesˇcˇen na samostojnem
strezˇniku z vecˇjo kolicˇino namenskega diskovnega prostora.
Na strezˇniku hranimo urejene in z verzijami oznacˇene skupne programske
knjizˇnice in javne programske knjizˇnice, ki jih uporabljamo v lastnih pro-
gramskih resˇitvah. Na strezˇnike odlagamo tudi komponente nasˇe programske
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resˇitve (vmesne in koncˇne verzije). Knjizˇnice so tako na voljo za souporabo
vsem cˇlanom razvojne ekipe ali vecˇ ekipam v vecˇjih organizacijah. V vecˇjih
organizacijah ima strezˇnik tudi posredniˇsko vlogo (angl. proxy server), saj
se programske knjizˇnice (po tem ko so prvicˇ zahtevane) na njem ohranijo in
so ob ponovni zahtevi posredovane neposredno z njega in ne iz medmrezˇja.
Sistem nudi grajene programske komponente tudi drugim orodjem (npr.
orodju za namesˇcˇanje programskih resˇitev v izvajalna okolja). Osrednji
strezˇnik nudi programske knjizˇnice na zahtevo orodij za upravljanje s projekti
ali preko uporabniˇskega vmesnika.
3.7 Avtomatski pregled izvorne kode
Staticˇna analiza programske kode je del avtomatskega pregleda programske
kode (angl. code review). Analizo sestavlja nabor algoritmov in tehnik, ki se
izvedejo na neprevedeni izvorni kodi. Rezultat analize izpostavi potencialne
napake in uporabo slabih praks ob implementaciji programske resˇitve, ki jih
primerja z naborom vnaprej definiranih pravil [38].
Rezultate staticˇne analize lahko v grobem razdelimo v tri skupine:
• napake v programski kodi (logicˇne napake, varnostne pomanjklji-
vosti, uporaba slabih praks pri implementaciji),
• oblika zapisa programske kode (neustrezna preglednost sintakse
izvorne kode),
• metrike (sˇtevilo vrstic, razredov, komponent; stopnja dokumentirano-
sti, zahtevnost programske kode, soodvisnosti modulov).
V prvi vrsti so izsledki analize namenjeni opozarjanju na napake in zagota-
vljanju boljˇse splosˇne kakovosti programske izvorne kode. Ne gre pa zane-
mariti tudi ucˇne narave teh analiz za mladega neizkusˇenega razvojnika.
Za staticˇno analizo uporabljamo orodja, ki jih je preprosto vkljucˇiti v
avtomatiziran proces. Analiza programske kode se v nasˇem procesu lahko
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sprozˇi na integracijskem strezˇniku ob spremembi izvorne kode, na dolocˇeno
cˇasovno obdobje ali rocˇno.
3.8 Osebni pregled programske kode
Pregled programske kode s strani drugih razvijalcev (angl. peer code re-
view) je prvina, ki je pogosto zanemarjena (sˇe posebej v majhnih projektnih
ekipah). V namen pregleda se v organizaciji oblikuje posebna ekipa pregledo-
valcev, praviloma izkusˇenejˇsih razvojnikov razlicˇnih specializacij. Cˇe velikost
organizacije tega ne dopusˇcˇa, za pregled izvorne kode skrbi vodja razvojne
ekipe, oz. pod dolocˇenimi pogoji zunanji svetovalec.
Na tedenskem nivoju razvojniki v pregled oddajo dele izvorne kode. Pri-
porocˇljivo je, da deli niso vecˇji kot 400 vrstic in da si pregledovalec za pregled
kode ne vzame vecˇ kot 1 uro svojega delovnega cˇasa. Med pregledom ugota-
vljamo ali izvorna koda ustreza standardom, priporocˇilom, dobrim praksam
oz. ali vsebuje logicˇne napake ali odstopanja od uporabniˇskih zahtev, ki niso
bile odkrite z staticˇno analizo izvorne kode.
Pogosto se izkazˇe, da se znotraj iste ekipe ponavljajo enake napake. V ta
namen pripravimo kontrolni seznam, ki vsebuje opozorila na najpogostejˇse
pomanjkljivosti. Seznam je v pomocˇ pregledovalcem in razvojnikom pri im-
plementaciji.
Pomanjkljivosti, ki jih ugotovimo tekom pregleda, je potrebno odpraviti.
Za to se priporocˇa uporaba namenskih orodij (platfom) za pregled program-
ske kode. Preko teh orodij pregledovalci napake oznacˇijo, avtorji vodijo dialog
s pregledovalci in potrdijo popravke napak. Uporaba orodij je tudi nacˇin, da
opomb pregledov ne pozabimo, saj te napake odkrijemo pred rednim testi-
ranjem in jih kot take ponavadi nismo vkljucˇili v sistem sledenja sprememb
(angl. issue tracking) [40].
Postopek je odlicˇen nacˇin za uvajanje novih cˇlanov razvojne ekipe. Pri
metodi Scrum je opravljen pregled pogosto tudi kriterij za zakljucˇek upo-
rabniˇske zgodbe [41].
3.9. NAMESTITEV PROGRAMSKE RESˇITVE V KONTROLIRANO
OKOLJE 31
3.9 Namestitev programske resˇitve v kontro-
lirano okolje
Zakljucˇni korak je predaja programske resˇitve v kontrolirano okolje. Kon-
trolirano okolje je locˇeno, neodvisno aplikacijsko okolje postavljeno in na-
stavljeno z dolocˇenim namenom. Cˇe izvzamemo produkcijsko okolje, ka-
mor namesˇcˇamo koncˇne verzije programske resˇitve in okolje na razvijalcˇevem
racˇunalniku, je osrednji namen ostalih okolij testiranje nasˇe programske resˇitve.
Cˇe zˇelimo omogocˇiti vzporedne testne aktivnosti, je priporocˇljivo imeti
vsaj sˇtiri okolja:
• razvojno (angl. development environment)
V to okolje sproti namesˇcˇamo sˇe netestirane funkcionalnosti. Name-
njeno je hitrim pregledom delovanja funkcionalnosti, preden so pred-
stavljene narocˇniku. Praviloma okolje ne ustreza vsem dogovorjenim
tehnicˇnim karakteristikam, podatki so pogosto izmiˇsljeni oz. nastajajo
sproti, povezano je na razvojno integracijsko okolje.
• testno (angl. acceptance environment)
V testno okolje namesˇcˇamo zakljucˇene novorazvite funkcionalnosti. Oko-
lje je namenjeno narocˇniku, ki potrdi ali zavrne spremembo. Povezano
je na testno integracijsko okolje.
• predprodukcijsko (angl. stage environment)
V predprodukcijsko okolje namesˇcˇamo verzije programske resˇitve, ki
so testirane in potrjene s strani narocˇnika, podatki so identicˇni pro-
dukcijskim (pogosto anonimizirani). Povezano je na predprodukcijska
integracijska okolja.
Ker je okolje po tehnicˇnih karakteristikah in arhitekturni zasnovi presli-
kava produkcijskega okolja, se okolje uporablja za performancˇne (angl.
performance testing), obremenitvene (angl. load testing) in penetracij-
ske (angl. penetration testing) teste.
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• produkcijsko (angl. production environment)
Okolje je namenjeno namestitvi koncˇnih verzij nasˇe programske resˇitve
in koncˇnim uporabnikom. Okolje ima dogovorjene tehnicˇni karakteri-
stike, vitalni znaki gradnikov okolja (strezˇniki, podatkovne baze, zu-
nanji viri) so ustrezno nadzorovani (angl. monitoring). Okolje ustreza
varnostnim zahtevam (omejeni in zabelezˇeni dostopi, varnostna kopi-
ranja podatkov in redne nadgradnje).
Pogosto se v ta nabor doda tudi namensko okolje za zagotavljanje kakovo-
sti (angl. quality assurance environment), ki po namembnosti sledi testnemu
okolju. V tem okolju preverimo ali novonastale funkcionalnosti ne spreme-
nijo (okvarijo) delovanja zˇe obstojecˇih funkcionalnosti programske resˇitve. Z
regresijskimi testi (angl. regression testing) se preveri delovanje vseh glav-
nih funkcionalnosti programske resˇitve pred prehodom v (pred)produkcijsko
okolje.
Postopek namesˇcˇanja programske resˇitve je zaporedje korakov, ki jih je
potrebno opraviti ob vsaki namestitvi. Cˇe ob namesˇcˇanju ne obstajajo izredni
pogoji (npr. zaradi varnosti razlogov narocˇnik, po pripravljenih navodilih,
namesˇcˇa programsko resˇitev sam) ga je mocˇ popolnoma avtomatizirati.
Monotona zaporedja korakov v povezavi s hitro prilagodljivim sˇtevilom
okolij z veliko strezˇniki, zdruzˇenimi v grozde, so prinesla nov tip orodij –
orodja ARA (angl. Application Release Automation). V teh orodjih lahko
oblikujemo postopek namestitve z dodanimi preverjanji uspesˇnosti korakov in
mehanizmi, ki se aktivirajo ob neuspehu postopka (npr. povratek na zadnje
delujocˇe stanje in obvesˇcˇanje o napakah). Orodja so postopke namesˇcˇanja
naredila manj obcˇutljiva za cˇlovesˇke napake, ki so zelo pogost vzrok okvar-
jenih namestitev. Avtomatske namestitve so lahko ponovljive, prilagodljive,
ne zahtevajo tehnicˇnega predznanja (zagon namestitvenega postopka je le
potrditev v spletnem uporabniˇskem vmesniku) in omogocˇajo pogostejˇse na-
mestitve [42].
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Pogoste namestitve programske resˇitve so ena od znacˇilnosti projekta
vodenega po agilnim metodologijah. Avtomatizacija namestitev (in korakov
v razvojnem procesu) je izoblikovala dva principa: sprotna dostava (angl.
continuous delivery) in sprotna namestitev (angl. continuous deployment)
programske opreme.
Prvi princip narekuje avtomatsko namestitev vsake spremembe izvorne
kode do predprodukcijskega okolja. Predvideva tudi, da je programska resˇitev
v vsakem trenutku pripravljena za namestitev v (pred)produkcijsko okolje in
poudarja strogo testiranje vsakega koraka v razvojno-namestitvenem pro-
cesu. Poslovna odlocˇitev sprozˇi namestitev spremembe tudi v produkcijsko
okolje. Drugi princip je nadgradnja prvega in predvideva nepretrgane name-
stitve vsake spremembe v produkcijsko okolje [44, 45]. Oba principa prikazuje
slika 3.2.
Slika 3.2: Princip sprotne dostave (zgoraj) in princip sprotne namestitve
(spodaj) [44].
3.10 Post-mortem analiza
Ob zakljucˇku projekta oz. prehodu projekta v vzdrzˇevalno fazo opravimo
post-mortem analizo. Na posebnem (daljˇsem) sestanku se srecˇajo vsi vple-
teni v projekt (narocˇnik, razvojniki in sponzorji projekta). Skupaj poskusˇajo
izpostaviti, kaj je bilo tekom trajanja projekta narejeno dobro, kaj bi bilo
lahko narejeno drugacˇe in kje so bile narejene napake. Ocenimo vse vi-
dike projekta: vodenje, nacˇrtovanje (pravilnost cˇasovne ocene), viri, razvoj,
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orodja, komunikacija, itd. Rezultat sestanka je dokument, ki sluzˇi izboljˇsavi
delovnih procesov in pristopa k naslednjim projektom [46].
Cˇeprav gre za tipicˇni sestavni del projektnega vodenja, s katerim zmanj-
sˇamo tveganje v prihodnje, na analizo pogosto pozabimo oz. ta ne prinese
oprijemljivih sklepov. Sklepi in ugotovitve pogosto ne spremenijo nacˇina dela
v organizaciji. Dober pristop k sprotnem analiziranju stanja je vpeljala me-





V poglavju bomo predstavili nacˇin souporabe predlaganih prvin na hipo-
teticˇnem primeru razvoja programske resˇitve. Preko primera bomo izbiro
predlagane uporabe prvin in orodij tudi utemeljili.
Uporaba predlaganih prvin in orodij je dovolj splosˇna, da zadosti potre-
bam, ki se pojavljajo na majhnih, srednjih in velikih projektih. Orodja, ki
so uporabljena v primeru, ne predstavljajo izdatnega strosˇka za organizacijo,
kjer zˇelimo tak proces vpeljati.
4.1 Primer uporabe prvin
V primeru uporabe priporocˇenih prvin bo prikazan nacˇin uporabe vecˇine
prvin, ki smo jih opisali na predhodnih straneh. Uporabljenih prvine je mocˇ
podpreti z razlicˇnimi orodji, vendar smo za primer izbrali odprtokodna (z
nekaj izjemami) orodja in platforme temeljecˇe na programskem jeziku Java
[47].
Cilj hipoteticˇnega projekta je izdelati spletno trgovino za znanega narocˇ-
nika. Spletna trgovina omogocˇa pregledovanje in nakup izdelkov, ki jih
narocˇnik nudi. Katalog izdelkov je dosegljiv na narocˇnikovih zalednih siste-
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mih preko spletnih storitev. Na enak nacˇin je dosegljiv tudi njegov narocˇilni
sistem (podatki o zalogah, upravljanje z narocˇili, placˇevanje). Podrobnosti o
programski resˇitvi za predstavitev nasˇega namena niso pomembne, saj upo-
raba prvin ni neposredno vezana na podrobne zahteve. Nasˇ namen je prikaz
uporabe prvin na nacˇin, ki prinasˇa, po nasˇem mnenju, najboljˇse rezultate.
4.1.1 Projektno okolje
Znacˇilnost spletnih trgovin so pogoste nadgradnje, ki izhajajo iz nepresta-
nega prilagajanja kupcem in zˇelje po konkurencˇni prednosti. Zaradi zaveda-
nja o pogostih spremembah, slabega tehnicˇnega znanja narocˇnika in velike
mozˇnosti nepopolnih opredelitve zahtev, je bila izbrana agilna metodologija
vodenja projekta - Scrum. Izbrana metodologija bo omogocˇala postopno
nadgradnjo spletne trgovine in s tem narocˇniku hitro prilagajanje zahtevam
na trzˇiˇscˇu. Scrum bomo vodili preko platforme Atlassian JIRA [49]. Plat-
forma nam bo v pomocˇ tudi pri spremljanju napredka, razdeljevanju nalog
razvojnikom in komuniciranju z narocˇnikom.
V dokumentu strezˇniˇske arhitekture smo opredelili sˇtiri okolja: razvojno
(namesˇcˇamo vmesne razlicˇice programske resˇitve, ki so namenjene hitremu
pregledu delovanja), testno (narocˇnikova testna ekipa preverja in potrjuje
delovanje razvitih nadgradenj), predprodukcijsko (namenjeno testiranjem
v okolju, ki je primerljivo s produkcijskim, ter regresijskim in performancˇnim
testom), ter produkcijsko.
Na podlagi okolij smo v platformi JIRA opredelili zˇivljenjski cikel posa-
mezne zahteve. Status zahteve nam bo sporocˇal stanje zahteve (npr. v testi-
ranju na testnem okolju - on acceptance, testiran v predprodukcijske okolju
in pripravljen za namestitev v produkcijo - ready for production). Uporabljen
zˇivljenjski cikel prikazuje slika 4.1. Statusi, obarvani z modro barvo opisujejo
obdobje, ko je zahteva usklajevana. Statusi rumene barve oznacˇujejo izvedbo
in proces testiranja. Zeleni statusi so koncˇna stanja.
Spletno trgovino bomo razvili v okolju Java EE [48]. Programsko okolje
smo izbrali zaradi njegove razsˇirjenosti, zrelosti in narocˇnika, ki zˇeli naknadno
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Slika 4.1: Zˇivljenjski cikel zahteve v platformi Atlassian JIRA.
prevzeti vzdrzˇevanje programske resˇitve. V lucˇi te odlocˇitve bomo uporabili
strezˇnik Red Hat WildFly [50], ki je trenutno eden najbolj razsˇirjenih in
dostopnih aplikacijskih strezˇnikov [51]. Projektno programsko kodo bomo
upravljali z orodjem za upravljanje projektov Apache Maven [25]. Izvorna
koda projekta bo shranjena na osrednjem strezˇniku z namesˇcˇenimi sistemom
za upravljanje izvorne kode Git [29]. Kakovost in metrike izvorne kode bomo
spremljali v platformah SonarQube [52] in JetBrains Upsource [53], ki
ga bomo uporabljali za izvajanje rocˇnih pregledov izvorne kode.
Integracijski strezˇnik Jenkins [54] bo skrbel za avtomatizacijo in orke-
stracijo celotnega razvojnega procesa nasˇe programske resˇitve. Na strezˇnik
Sonatype Nexus [55] bomo odlagali nasˇe zgrajene programske komponente
(oznacˇene z unikatno oznako verzije). Strezˇnik bo tudi posrednik za skupne
programske knjizˇnice celotni razvojni ekipi.
Zadnji korak, namestitev programske resˇitve, bomo opravljali z orodjem
Ansible [56]. Z njegovo pomocˇjo bomo oblikovali postopek namestitive brez
izpada delovanja, ki bi ga obcˇutil obiskovalec spletne trgovine. Uporabniˇski
vmesnik za zagon namestitev preko skript Ansible bo platforma Semaphore
[57].
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4.1.2 Nacˇin dela
V nadaljevanju bomo opisali sled spremembe izvorne kode od njenega na-
stanka do namestitve v produkcijsko okolje. Hkrati bomo predstavili vsako-
dnevna opravila razvojnika, ki sodeluje pri nastanku nasˇe spletne trgovine.
Razvojnik izbere uporabniˇskih zgodbo, ki je vkljucˇena v tek. Z izbiro se
uporabniˇski zgodbi, zahtevku (angl. issue), spremeni status. Spremenjeni
status nakazuje na to, da se implementacija uporabniˇske zgodbe zacˇela izva-
jati. Spremembo izvorne kode razvojnik opravi na locˇeni veji (poimenovano
po oznaki zahtevka) in jo ob zakljucˇku zdruzˇi z glavno razvojno vejo. Spre-
membe zdruzˇene razvojne veje posreduje na osrednji strezˇnik za upravljanje
z izvorno kodo. Razvojnik spremeni status zahtevka, ki sedaj nakazuje, da
so zahteve uporabniˇske zgodbe implementirane in pripravljene na testiranje.
Integracijski strezˇnik periodicˇno preverja, ali je na osrednji razvojni veji
priˇslo do sprememb izvorne kode. Cˇe do spremembe pride zazˇene prevajanje,
testiranje in grajenje programskih komponent. Cˇe so postopki uspesˇni, pro-
gramske komponente shrani v sistem za hranjenje programskih komponent
in sprozˇi analizo programske kode. V primeru neuspesˇnega poskusa posˇlje
sporocˇilo o napaki. Celoten postopek je predstavljen na diagramu 4.2.
Ko razvojna ekipa izvede vse dogovorjene uporabniˇske zgodbe, ki so-
dijo v okvir verzije, se zacˇne postopek priprave verzije nasˇih programskih
komponent. Sledimo pristopu Gitflow in iz zadnjega stanja razvojne veje
pripravimo novo vejo. Nova verzija zajema stanje izvorne kode, ki je pri-
merno za namestitev v testno okolje. Postopek izgradnje programske resˇitve
je identicˇen izgradnji programske resˇitve na razvojni veji. Razvoj novih funk-
cionalnosti se nemoteno nadaljuje na razvojni veji.
Verzijo programske resˇitve namestimo na testno okolje. Med avtomatizi-
ranim postopkom s sistema za hranjene programskih komponent pridobimo
komponente programske resˇitve in jih prenesemo na aplikacijske strezˇnike.
Strezˇnike posodabljamo z novo verzijo postopoma, po vsaki namestitvi pre-
verimo, ali je bila namestitve uspesˇna. Testiranje uspesˇnosti namestitve je
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Slika 4.2: Prikaz (delno) avtomatiziranega postopka razvoja programske
opreme.
del postopka namestitve. Namestitev programske resˇitve v razvojno okolje
povezˇemo v enoten postopek, cˇe preko integracijskega strezˇnika po koncˇani
gradnji programskih komponent sprozˇimo tudi postopek namestitve. Za
ostala okolja postopek prozˇimo rocˇno, saj cˇakamo narocˇnikovo (poslovno)
potrditev.
Narocˇnikova testna ekipa na testnem okolju preverja pravilnost delova-
nja in ustreznost namesˇcˇene verzije programske resˇitve. Ob odkriti napaki
popravek odpravimo na veji v katerih vodimo verzijo, ter ga zdruzˇimo tudi z
razvojno vejo. Ko so vse uporabniˇske zgodbe preverjene, ponovimo namesti-
tev na predprodukcijsko okolje (ustrezno se spremenijo statusi zahtevkov).
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Na predprodukcijskem okolju se izvedejo regresijski testi in specificˇna te-
stiranja povezana s pravimi podatki. Cˇe je narocˇnik s testiranim zadovoljen
se zgradijo koncˇne programske komponente. Princip Gitflow predvideva pre-
nos stanja izvorne kode v veji verzije v glavno vejo. Koncˇne programske
komponente namestimo v produkcijsko okolje po dogovorjenem postopku.
Razvojna ekipa tedensko pregleduje novonastalo izvorno kodo na razvojni
veji. Skupaj s podatki analize programske kode in metrikami lahko enostavno
oceni kakovost izvorne kode.
4.2 Prednosti uporabe prvin
Predstavljene prvine smo izpostavili kot model procesa razvoja programske
opreme. Opisane prvine lahko (v vecˇji ali manjˇsi meri) vpeljemo v vsako
tehnolosˇko podjetje, ki se ukvarja z razvojem programske opreme. Izbrane
so bile na podlagi:
• trendov razvoja programske opreme,
• zˇelje po avtomatizaciji postopkov,
• zagotavljanja kakovosti programske opreme,
• avtorjevih izkusˇenj z delom v tehnolosˇkih podjetjih.
Izbrane prvine so najprimernejˇse za uporabo v malih in srednje velikih
podjetjih, ki zˇelijo zagotoviti kakovost dela in programskih resˇitev, a hkrati
nimajo sredstev, ki bi jih namenjale za vpeljavo standardov ali najem zuna-
njih svetovalcev. Prvine lahko vpeljemo postopoma (ali le izbrane) in sproti
spremljamo spremembe v kulturi podjetja in odnos zaposlenih do kakovosti.
Po nasˇih izkusˇnjah uporaba prvin zagotavlja poceni in kakovostno program-
sko resˇitev, izvedeno v predvidenih cˇasovnih rokih.
Vse omenjene prvine lahko razdelimo v tri vecˇje sklope: preglednost,
avtomatizacija in kakovost. V nadaljevanju si podrobneje oglejmo vsak
sklop.
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Uporaba sistema v sistem sledenja zahtevam v podjetju pogosto prinese
negodovanje, saj so razvojniki morda vajeni prejemati navodila za izvedbo
dolocˇene funkcionalnosti preko elektronske posˇte ali, sˇe slabsˇe, preko nepo-
srednega ustnega dogovora. Uporabniˇska zahteva z zapisanimi navodili, ki
so premiˇsljena in postavljena v kontekst, olajˇsa delo vsem vpletenim. Ra-
zvojnik je natancˇno seznanjen z vsem potrebnimi informacijami za izvedbo
spremembe, testna ekipa po opisanem razume opravljeno spremembo in pro-
jektni vodja lazˇje spremlja napredek projekta. Pozitivno se spremeni tudi
delovna kultura, saj razvojniki zavracˇajo slabo opredeljene naloge, kar vodi
do bolje opredeljenih zahtev v prihodnje. Ker so vse zahteve zbrane na enem
mestu, je enostavno spremljati napredek projekta in ujemanje s predvideno
cˇasovnico.
Po daljˇsi uporabi sistem nehote postane tudi baza znanja za lazˇje razu-
mevanje vzrokov in odlocˇitev, ki so vodili do novo odkrite napake. Uporaba
takega sistema je za podjetje pozitivna, saj preko njega lahko spremlja obre-
menjenost posameznikov, pravilnost cˇasovnih ocen in morebitna tveganja.
Integracijski strezˇnik in princip sprotne integracije sta drugi dve prvini, ki
mocˇno posezˇeta v nacˇin dela razvojne ekipe. Z uporabo principa sprotne in-
tegracije razvojnike spodbujamo, k pogostejˇsim oddajanjem izvorne kode. S
tem pristopom zgodaj odkrijemo napake zdruzˇevanja in jih tudi takoj odpra-
vimo. Preprecˇimo stanje, ki ga opiˇsemo z izrazom ”pekel zdruzˇevanja”(angl.
merge hell). Izraz opisuje stanje, ko vecˇ razvojnikov (praviloma dan pred pre-
dajo programske resˇitve narocˇniku) zˇeli vso novonastalo izvorno kodo zdruzˇiti
v delujocˇo programsko resˇitev. Ponavadi neuspesˇno.
S pomocˇjo integracijskega strezˇnika lahko avtomatiziramo monotone po-
stopke (npr. namestitev programske resˇitve) in orkestriramo zaporedje do-
godkov (npr. analiza programske kode). Z avtomatizacijo iz postopkov od-
stranimo t.i. cˇlovesˇki faktor, ki je pogost vzrok napak. Postopki postanejo
lahko ponovljivi in nadzorovani. Zmanjˇsamo tudi kolicˇino napak v postopkih,
kar pomeni, da se ekipa osredotocˇi na izvedbo novih funkcionalnosti.
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Glavna vloga integracijskega strezˇnika je preverjanje delovanja zdruzˇene
izvorne kode. Pravilnost delovanja programske resˇitve se preveri s program-
skimi testi (test enot, integracijski test, test uporabniˇskega vmesnika). Sodecˇ
po izkusˇnjah je pisanje testov zelo nepriljubljeno opravilo in razvojnike je zanj
tezˇko navdusˇiti. Razlogi za odsotnost testov so: kratki projektni roki, pre-
obsezˇna in napacˇno strukturirana izvorna koda ali neznanje. Tudi vodstvo
podjetja pogosto ne vidi prednosti testov, saj pisanje programskih testov
podaljˇsa cˇas izvedbe.
Vendar pozitivnih vplivov programskih testov ne gre zanemariti. Z upo-
rabo testov enot pravzaprav potrdimo, da je nasˇa programska koda pravilno
deluje. Nabor testov sluzˇi kot varovalka ob spremembah izvorne kode in pre-
strezˇe napake, ki bi kasneje povzrocˇile nejevoljo uporabnikov. Veliko lazˇje
je tudi vecˇje prestrukturiranje programske kode, saj s testi potrdimo enako
delovanje kot pred posegom.
Dober nacˇin, ki spodbudi zavedanje o kakovosti programskih resˇitev in
pisanje programskih testov v podjetju, je uporaba platforme za analizo ka-
kovosti programske kode.
Preko omenjene platforme spremljamo analize projektov, ki jih izvajamo
v podjetju. Rezultati analiz posameznega projekta se osvezˇijo ob vsaki spre-
membi njegove programske kode. Rezultati so dostopni vsem, zato se pogosto
dogodi, da projektne ekipe zacˇnejo tekmovati, cˇigav projekt bo dosegel boljˇsi
rezultat. Vodstvu podjetja je informacija o kakovosti posameznega projekta
v pomocˇ pri oceni tveganj napredka projekta. Cˇe zˇelimo narocˇnika navdusˇiti,
mu lahko tedensko posˇiljamo porocˇila o kakovosti oz. mu omogocˇimo dostop
do platforme.
4.3 Ucˇinki uporabe prvin
Potencialne ucˇinke uporabe predstavljenih prvin bi (sodecˇ po osebnih izkusˇ-
njah) lahko razdelili v dve skupini.
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Neposredni ucˇinki, ki se kazˇejo s samo preglednostjo in sledljivostjo
procesa razvoja programske opreme. Z rednim izvajanjem testov enot zago-
tavljamo, da programska resˇitev pravilno deluje ne glede na spremembe. V
tem postopku odkrijemo potencialne napake, ki bi lahko povzrocˇile nepra-
vilno delovanje v produkcijskem okolju. Odprava napak, ki smo jih odkrili
tekom razvoja je za podjetje cenejˇsa, kot naknadna analiza in odprava napake
v produkcijskem okolju. Ker je dobrsˇen del izgradnje in namestitve program-
skih resˇitev avtomatski se projektne ekipe posvecˇajo rednemu projektnemu
delu in ne monotonim opravilom. To pomeni, da projekt napreduje hitreje
in v predvidenih financˇnih okvirjih.
Med posredne ucˇinke priˇstevamo spremembo kulture, ki na prvo mesto
postavlja kakovost programske resˇitve in procesa razvoja. Lazˇje obvlado-
vanje potencialno tveganih projektov, saj predstavljen proces vsebuje nekaj
kazalnikov, ki predcˇasno opozorijo na morebitne zaplete. Posredni ucˇinek
je tudi rast ugleda podjetja, ki postane prepoznavno kot podjetje s kakovo-
stnim in jasnim pristopom k razvoju programske opreme. Pridobljen ugled
predstavlja za podjetje trzˇno prednost.
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Poglavje 5
Sklepne ugotovitve
V diplomskem delu smo poskusˇali predstaviti nekatere prvine kakovostnega
procesa razvoja programske opreme. Izbrane prvine niso le tehnicˇne (uporaba
dolocˇenih orodij), ampak posegajo tudi v organizacijo dela (nacˇin vodenja
uporabniˇskih zahtev) pri razvoju programske resˇitve.
Predstavili smo prelomne modele zˇivljenjskega cikla programske opreme,
ki so navdahnili agilne metodologije. Nekaj pozornosti smo namenili tudi
kakovosti programske opreme in predstavitvi pojmov, ki se vedno bolj poja-
vljata tudi v upraviteljskih krogih - tehnicˇni dolg in SQALE.
Predstavljene prvine smo izbrali na podlagi lastnih izkusˇenj in opazovanj.
Predstavitev prvin logicˇno sledi vsakodnevnem delovnem toku razvojnika.
Od vrstice zapisane v programskem jeziku, do namestitve spremembe, ki jo
ta vrstica predstavlja v aplikacijskem okolju. Veliko poudarka smo name-
nili avtomatizaciji postopkov in jo predstavili preko hipoteticˇnega primera.
Uporabljena orodja in povezava prvin zadostijo potrebam po zagotavljanju
kakovosti v majhnem ali srednje velikem podjetju, ki se ukvarja z razvojem
programske opreme.
Predstavili smo prednosti uporabe prvin in ucˇinke, ki jih uporaba prvin
prinasˇa. Najvecˇji dosezˇek, ki ga pri uvajanju omenjenih prvin lahko dosezˇemo
je samoumevnost. Samoumevnost uporabe izpostavljenih prvin za projektne
ekipe nakazuje na to, da so prvine popolnoma presˇle v kulturo podjetja.
45
46 POGLAVJE 5. SKLEPNE UGOTOVITVE
Predstavljen model prvin je neodvisen od tehnolosˇke usmeritve in dovolj
prilagodljiv, da je primeren za uporabo v sˇiroki paleti malih in srednje veli-
kih podjetij. Cˇe bi ga zˇeleli prilagoditi tudi uporabi v velikih podjetjih, bi
na seznam dodali tudi prvine, ki opredeljujejo upravljanje dokumentacije in
komunikacijo med vecˇ locˇenimi skupinami razvojnikov.
V vsaki fazi razvoja programske opreme, kot glavni ali stranski izdelek,
nastane tudi dokumentacija. Dokumentacijo vseh faz je smotrno shranjevati
na osrednjem mestu, ki omogocˇa preprosto pregledovanje, iskanje in katego-
rizacijo vsebin. Upravljanje dokumentacije je v velikih podjetjih pomembno,
saj se razvojne skupine pogosto spreminjajo. S pametnim upravljanjem do-
kumentacije olajˇsamo prenos in zajezimo odtekanja znanja.
V delo na velikih projektih je obicˇajno vkljucˇenih vecˇ manjˇsih razvojnih
skupin. Manjˇse razvojne skupine so bolj ucˇinkovite in lazˇje za upravljanje.
Tezˇave se pogosto pojavijo, ko je potrebno aktivnosti vecˇ manjˇsih skupin
uskladiti za dosego skupnega cilja. Preproste aktivnosti, kot je na primer
usklajena namestitev funkcionalnosti, se izkazˇejo za veliko logisticˇno opera-
cijo. Tezˇava se pojavi tudi pri pretoku vsakodnevnih projektnih informacij
med skupinami. Temu se najlazˇje izognemo s protokolom komunikacije med
skupinami in vpeljavo vodij, ki skrbijo za usklajeno izvajanje zapletenejˇsih
postopkov.
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