We consider the problem of enumerating triangulations of n points in the plane in general position. We introduce a tree of triangulations and present an algorithm for enumerating triangulations in O(log log n) time per triangulation. It improves the previous bound by almost linear factor.
Introduction
Triangulations play a central role in Computational Geometry and there is a growing body of papers considering triangulations of a point set 1, 5, 6, 7, 9, 10, 11, 13] . We address the problem of enumerating triangulations in the plane. Given a set S of n points in general position in the plane, nd all the triangulations whose vertex set is S and edge set includes the convex hull of S. Avis The basic operation on triangulations is a ip, see Fig. 1 . Fortune 8] shows that, for any triangulation T, there is a sequence of at most O(n 2 ) Delaunay ips staring with T and producing the Delaunay Triangulation. We de ne the graph G(S), the graph of triangulations of S, to be the graph such that the vertices of G(S) are the triangulations of S, two triangulations being adjacent if one can be obtained from the other by ipping an edge.
In this paper we consider a di erent type of ips which is based on the order of points and a subsequent lexicographical order of triangulations. We show that some orderings of the points provide the following property. Stating with any triangulation one can reach the lexico-largest triangulation applying ips that increase the lexicographical order of the triangulation. Using these ips we de ne a triangulation tree which is a email: besp@cs.ubc.ca http://www.cs.ubc.ca/~besp spanning tree of G(S). We characterize the edges of the triangulation tree and present an algorithm for enumerating triangulations in O(log log n) time per triangulation. Observation 1 (Deadlock) For any n 5 there is a con guration of points, an order of points and a triangulation T 6 = T max such that F(T) = F ? (T).
Proof : The examples are depicted in Figure 2 . Clearly, the set F + (T) is empty for the triangulations in Fig. 2 a) . But these triangulations di er from the lexico-largest triangulations, see Fig. 2 
b).
We show that deadlocks can be avoided if the order of points satis es a certain condition. Let S(i) denote the set of points fp i ; p i+1 ; : : :; p n g. The main idea preventing deadlocks is to constrain the order so that, for every i 2 f1; 2; : : :; ng, the point p i is a vertex of the convex hull of S(i). Hereafter, we assume that the order of points satis es this condition.
Let T max (i) be the subgraph of T max induced by the vertices S(i).
Lemma 2 The graph T max (i), i 2 f1; 2; : : :; ng is a triangulation of the point set S(i). 
Triangulation Tree
We apply the reverse search technique described in 2] and construct a triangulation tree T = (V; E) whose vertices correspond to the triangulations of S. With each node v of T we associate a triangulation T(v). The root of T corresponds to the triangulation T max . For a node v of T , its children are de ned by triangulations obtained by ips such that the reverse ip produces the lexico-largest triangulation T(v). By Theorem 3 each triangulation is present in V and T is a tree. Note that not all ips of the triangulation T(v) generate children of v. However the number of children of a node v 2 T could be linear, see Figure 4 for an example with n ? 3 children. An example of a triangulation tree for 7 points is depicted in Figure 6 . The following properties are useful for enumeration of the triangulations.
For a triangulation T 6 = T max , let f max (T) be the lexico-largest triangulation that can be obtained by ipping an edge of T.
Lemma 4 (Parent Edge) For a triangulation T 6 = T max , the edge of the ip f max is lexico-smallest edge among the edges of T n T max .
Proof : By Theorem 3 there is a ippable edge e 2 T n T max . Let e = (p a ; p b ); a < b be the lexico-smallest ippable edge in T n T max . Consider any ippable edge e 1 = (p i ; p j ); i < j of T. If i < a then e 1 is an edge of the convex hull of S(i) and its ip decreases the vector of T. If i > a then its ip either keeps all edges of T incident to p a , or adds one such edge. In both cases f e (T) > f e 1 (T). If i = a then f e (T) > f e 1 (T) because e is lexico-smaller than e 1 . The Lemma follows.
Lemma 5 (Child Edge) Let 
Enumeration Algorithm
First we specify the order of the points and construct the triangulation T max . The simplest way is to sort the points lexicographically by their coordinates. To construct the triangulation T max we sweep the points by a vertical line from the right to the left. In this algorithm we need to nd the edges of the di erence E(i) = T max (i)nT max (i+1). The edges of E(i) are incident to p i . Note that the graph T max (i) contains the edge (p i ; p i+1 ). We walk in both clockwise and counterclockwise directions from (p i ; p i+1 ) to nd all edges in T max (i) incident to p i . It takes time proportional to the number of the edges in E(i). The total running time after presorting is linear because T max has linear complexity.
In general, an order of points and the corresponding triangulation can be found using an algorithm that maintains the convex hull of points. It can be done in O(n log n) time since the only update operation is the deletion of a point 4]. The algorithm maintains a data structure representing a triangulation. We assume that the edges/triangles incident to a triangle/edge and the vertices incident to an edge can be accessed in constant time. We assume also that the edges incident to a vertex are stored in a doubly-linked list providing access to edges both in clockwise and in counterclockwise order, see for example 12]. The enumeration algorithm accomplishes the depth-rst traversal of the triangulation tree T . We store all ips of the triangulation T in a balanced search tree T 1 according to their lexicographical order. The edges of T max are stored in a static search tree T 2 which allows to detect if an edge is in T max in O(log n) time. We store all ips of the triangulation T except the edges in T max . in a balanced search tree T 3 . We also store the dual edges of ips of the triangulation T in a balanced search tree T 4 . The primal/dual edges store the pointers to each other. O(log log n). The data structure allows to store a set of keys from the universe 1 : : :U] so that insertions and deletions can be done in time O(log log U) per operation. The set of keys is represented in the data structure as the sorted list and list operations ( nding the previous/next element) take O(1) time. We apply the data structure for each tree T i ; 1 i 4. The value of U is ? n 2 . Therefore the trees T i can be maintained in O(log log n) time.
Theorem 6 The triangulations of a point set in the plane can be reported in O(log log n) time per triangulation using linear space.
Conclusion
We have presented an e cient algorithm for enumerating triangulations in the plane. There are several possible directions for further research. The rst question is whether it is possible to enumerate triangulations faster than in O(log log n) time per triangulation. In particular, is it possible to do it in constant time? It would be also interesting to extend the results to higher dimensions. Very recently, the author 3] showed that this approach can be extended to point sets in convex position in R 3 .
