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O objectivo do projecto descrito nesta dissertação é o desenvolvimento da inter-
face entre as empresas e a plataforma Business-to-Business (B2B) de negociação
automática de anúncios em construção. A plataforma, no seu todo, deve garantir
que os intervalos da programação são preenchidos com um alinhamento de anún-
cios compatível com os interesses expressos e o perﬁl construído dos espectadores.
A plataforma funciona como um mercado electrónico de negociação auto-
mática destinado a agências de publicidade (empresas produtoras) e empresas
provedoras de conteúdos e serviços multimédia aos consumidores ﬁnais (empre-
sas distribuidoras). As empresas, uma vez registadas na plataforma, passam a ser
representadas por agentes que negoceiam automaticamente os itens submetidos
com o comportamento especiﬁcado. Do ponto de vista da arquitectura, a plata-
forma consiste num sistema multiagente organizado em três camadas compostas
por: (i) agentes de interface com as empresas; (ii) agentes de modelação das
empresas; e (iii) agentes delegados, de duração efémera, exclusivamente criados
para participar em negociações especíﬁcas de conteúdos multimédia.
Cada empresa representada na plataforma possui, para além de um número
indeterminado de delegados envolvidos em negociações especíﬁcas, dois agentes:
(i) o agente de interface com a empresa, que expõe um conjunto de operações de
interface ao exterior através de um serviço Web, localizado na primeira camada;
e (ii) o agente que modela a empresa na plataforma, que expõe através de um
serviço Web um conjunto de operações aos agentes das restantes camadas da
plataforma, residente na camada intermédia.
Este projecto focou-se no desenvolvimento da camada superior de interface
da plataforma com as empresas e no enriquecimento da camada intermédia.
A realização da camada superior incluiu a especiﬁcação da parte da ontologia
da plataforma que dá suporte às operações de interface com o exterior, à sua
exposição como serviços Web e à criação e controlo dos agentes de interface.
Esta camada superior deve permitir às empresas carregar e descarregar toda
informação relevante de e para a plataforma, através de uma interface gráﬁca
iii
ou de forma automática, e apresentar de forma gráﬁca e intuitiva os resultados
alcançados, nomeadamente, através da apresentação da evolução das transacções.
Em relação à camada intermédia, adicionou-se à ontologia da plataforma a re-
presentação do conhecimento de suporte às operações de interface com a camada
superior, adoptaram-se taxonomias de classiﬁcação de espectadores, anúncios e
programas, desenvolveu-se um algoritmo de emparelhamento entre os espectado-
res, programas e anúncios disponíveis e, por ﬁm, procedeu-se ao armazenamento
persistente dos resultados das negociações.
Do ponto de vista da plataforma, testou-se o seu funcionamento numa única
plataforma física e assegurou-se a segurança e privacidade da comunicação entre
empresa e plataforma e entre agentes que representam uma mesma empresa.
Abstract
The objective of the project described in this dissertation is the development of
the interface between companies and the platform (B2B) of automatic trading
of ads under construction. The platform as a whole, must ensure that the gaps
are ﬁlled with programming Ad alignment with the interests expressed and the
proﬁle created of viewers.
The platform acts as an electronic marketplace for Automatic trading for the
advertising agencies (companies producers) and companies providing content and
servicesmultimedia to end consumers (distribution companies). The Companies,
once registered on the platform become represented by agents who negotiate
automatically the items submitted with the speciﬁed behavior.
This platform is arranged in a multiagent system three layers consisting of: (i)
to interface with agents companies; (ii) agents modeling of enterprises; (iii) de-
legated agents of short-lived, created solely to participate in speciﬁc negotiations
of multimedia content.
Each company has represented the platform, in addition to a indeterminate
number of delegates involved in speciﬁc negotiations, two agents: (i) the agent
interface of the company, which exposes a set of interface operations to outside
through an Web Service, located in ﬁrst layer, and (ii) the agent that shapes the
company’s platform, which exposes a Web Service set of operations to agents of
the other layers of the platform, residing in the intermediate layer.
This design has focused on development of the topsheet platform interface
with business and the enrichment of intermediate layer.
The performance of the topsheet includes a speciﬁcation of the ontology plat-
form that supports the operations interface with the outside world, to its exposure
as Web Services and the creation and control of interface agents. This top layer
should allow companies to load and unload all the relevant information to and
from the platform, through a graphical interface or automatically, and presenting
v
intuitive graphical achievements, in particular, through the presentation of the
evolution of the transactions.
In relation to the intermediate layer, added to the ontology platform for kno-
wledge representation to support operations interfacing with the topsheet, mea-
sures have been taxonomies classiﬁcation of viewers, ads and programs, developed
a pairing algorithm between the audience, programs and advertisements available
and, ﬁnally, proceeded to the persistent storage of the results of negotiations.
From the viewpoint of the platform, we tested its operation a single physi-
cal platform and ensured the safety and privacy of communication between the
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Neste capítulo apresenta-se a contextualização do projecto, o problema que se pre-
tende resolver, os objectivos a alcançar, o planeamento do projecto e a estrutura
deste documento.
1.1 Contexto
Este projecto surgiu no âmbito da plataforma B2B de transacção automática de
componentes multimédia em construção que é, por sua vez, um dos componentes
do sistema de personalização de conteúdos baseado no perﬁl dos espectadores
em desenvolvimento. O domínio de aplicação é a personalização dos intervalos
publicitários, i.e., a criação de um alinhamento de anúncios compatível com os in-
teresses expressos e o perﬁl construído dos espectadores. Prevê-se que, no futuro,
este tipo de plataformas venham a ser utilizadas pelas empresas de publicidade
para, em conjunto com os fornecedores de conteúdos multimédia, conseguirem
atingir segmentos especíﬁcos do público.
A plataforma funciona como um mercado electrónico de negociação auto-
mática destinado a agências de publicidade (empresas produtoras) e empresas
provedoras de conteúdos e serviços multimédia aos consumidores ﬁnais (empre-
sas distribuidoras). As empresas, uma vez registadas na plataforma, passam a ser
representadas por agentes que negoceiam automaticamente os itens submetidos
com o comportamento especiﬁcado.
A arquitectura global da plataforma consiste num sistema multiagente orga-
nizado em três camadas compostas por: (i) agentes de interface com as empresas;
(ii) agentes modelação das empresas; e (iii) agentes delegados dedicados às ne-
gociações especíﬁcas de bens ou serviços.
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A programação baseada em agentes é uma tecnologia popular na área dos
mercados electrónicos. Os agentes são módulos computacionais que podem tra-
balhar em paralelo, realizando tarefas especiﬁcas em representação de alguma
entidade, apresentando graus de autonomia muito diversos e interagindo com o
utilizador e com outros agentes ou sistemas computacionais. Destacam-se nas
áreas da inteligência artiﬁcial, da computação na nuvem e da computação em
grelha. Uma das grandes vantagens deste tipo de agentes é a sua capacidade
de execução abstraindo-se do sistema operativo, o que assegura a portabilidade,
mobilidade e interoperabilidade.
1.2 Problema
O desaﬁo consiste no desenvolvimento da interface entre as empresas e a plata-
forma B2B de transacção de componentes multimédia. Do lado da plataforma,
o trabalho vai-se centrar no desenvolvimento de funcionalidades para as cama-
das superior e intermédia. Do lado das empresas, pretende-se desenvolver um
conjunto mínimo de funcionalidades que permitam o armazenamento persistente
assim como o carregamento e descarregamento automático de dados de e para a
plataforma.
A camada superior da plataforma é composta por agentes de interface com
as empresas. A cada empresa registada na plataforma corresponde um agente
de interface dedicado que expõe um conjunto de operações através de uma inter-
face Web padrão. Esta interface destina-se exclusivamente à empresa em causa
e permite-lhe carregar para a plataforma as características dos anúncios ou in-
tervalos a transaccionar, os perﬁs de negociação a adoptar, etc. e descarregar os
resultados das negociações realizadas.
Na camada intermédia encontram-se os agentes que modelam cada uma das
empresas registadas na plataforma. Estes agentes oferecem, através de uma inter-
face serviço Web, um conjunto de operações, mas, desta vez, apenas aos agentes
da plataforma. Os agentes da camada superior invocam estas operações para
submeter os dados recebidos das empresas e obter os resultados das negociações,
respectivamente.
1.3 Motivação
A motivação para a elaboração desta tese adveio da perspectiva futura de im-
plementação num ambiente real, nomeadamente entre operadores de video on
demand e agências de publicidade, a grande diversidade de temas abrangidos,
que exigiu um elevado empenho e capacidade de trabalho, e o conjunto de ob-
jectivos bem deﬁnidos e claros, que permitiu planear e desenvolver o projecto de
forma organizada e faseada.
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1.4 Objectivos
Com esta tese pretende-se provar a adequação do paradigma dos mercados elec-
trónicos suportados por sistemas multiagente para, em tempo quase real, criar
um alinhamento publicitário personalizado.
Este projecto pretende conceber e desenvolver a interface entre as empre-
sas e a plataforma B2B de transacção automática de componentes multimédia
em construção. Dada a sua complexidade, o trabalho foi dividido no seguinte
conjunto de objectivos parcelares:
• Estudo do estado da arte e da plataforma B2B de negociação automática
de anúncios em construção [1];
• Concepção e realização da camada de interface, incluindo os agentes de
interface;
• Desenvolvimento dos serviços Web dos agentes de interface e de modelação
das empresas necessários à carga e descarga de informação entre empresas
e plataforma;
• Desenvolvimento da Graphic User Interface (GUI) dos agentes de interface;
• Gestor automático de perﬁl de mercado;
• Realização e validação de testes.
1.5 Planeamento do Projecto
O projecto foi dividido num conjunto de doze tarefas de forma a estabelecerem-
se metas e prazos para a sua execução. A primeira tarefa consistiu no estudo
e pesquisa do conjunto de tópicos abordados. Dada a variedade de temas a
abordar, subdividiu-se esta tarefa no estudo dos sistemas pré-existentes (de forma
a conhecer as tecnologias utilizadas) e, na segunda fase, já de mais rigor e com
uma ideia deﬁnida das tecnologias a utilizar, aprofundou-se o seu estudo. A
segunda tarefa consistiu na elaboração da dissertação que foi subdividida em
seis partes que correspondem a cada capítulo do relatório. A terceira tarefa
teve como objectivo instalar, preparar e explorar as ferramentas de trabalho a
utilizar. A quarta tarefa, que é a mais prolongada, consistiu no desenvolvimento
da plataforma. A quinta tarefa consistiu na depuração, teste e validação do
protótipo. Por ﬁm, na sexta tarefa efectuou-se uma discussão dos resultados
obtidos. Na Figura 1.1 apresenta-se a calendarização do projecto.
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Figura 1.1: Calendarização
1.6 Estrutura da Dissertação
A dissertação é composta por seis capítulos. No Capítulo 1 efectua-se a contex-
tualização e a apresentação do projecto. No Capítulo 2 descrevem-se os sistemas
congéneres mais representativos e comparam-se com o sistema em construção.
No Capítulo 3 são apresentadas as tecnologias de suporte ao desenvolvimento do
projecto. No Capítulo 4 apresenta-se o ambiente de desenvolvimento adoptado.
No Capítulo 5 descreve-se o desenvolvimento das aplicações de interface com as
empresas e da plataforma (camadas de interface e intermédia). No Capítulo 6
detalha-se o conjunto de testes efectuados ao funcionamento da plataforma e ao
desempenho do sistema. No Capítulo 7 apresentam-se as principais conclusões
e as perspectivas de futuros desenvolvimentos. Em anexo, apresentam-se os dia-
gramas de sequência das principais interacções com plataforma, os casos de uso
relativos as acções que cada agente disponibiliza, o modelo Enhanced Entity Re-





Neste capítulo é apresentado o estado da arte dos sistemas de negociação au-
tomática mais representativos e é efectuada uma análise comparativa das suas
principais características face ao sistema em desenvolvimento.
2.1 Soluções Analisadas
Actualmente existe um conjunto de sistemas com objectivos semelhantes aos pro-
postos nesta dissertação. De entre o vasto conjunto de sistemas disponíveis na
literatura da área, seleccionaram-se três plataformas multiagente de negociação
automática e três plataformas Business-to-Business (B2B).
2.1.1 Sistemas Multiagente de Comércio Electrónico
No domínio dos sistemas multiagente de comércio electrónico escolheram-se o
AuctionBot [2], o Fishmarket [3] e o Kasbah [4].
AuctionBot é um sistema multiagente desenvolvido na Universidade do Michi-
gan que gere múltiplos leilões em paralelo. Implementa diversos tipos de
leilões: (i) leilões de perﬁl único, i.e., onde os apostadores apenas podem
ser compradores ou vendedores, e.g., First-price Sealed-bid (FPSB) Vickrey
Auction, Dutch Auction e English Auction; e (ii) leilões de perﬁl duplo onde
existe a possibilidade dos intervenientes serem compradores e vendedores
ao mesmo tempo, e.g., Continuous Double Auction (CDA) e Call Market.
O AuctionBot organiza as negociações activas num catálogo de forma hie-
rárquica, sendo possível criar subcategorias de negociação. A arquitectura
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é composta por: (i) um conjunto de interfaces da plataforma que interagem
directamente com uma base de dados; (ii) um módulo que permite agendar
leilões e enviar os parâmetros do leilão para os agentes de negociação; e
(iii) os agentes de negociação [2].
Fishmarket é um sistema desenvolvido no Artiﬁcial Intelligence Research Insti-
tute da Universidade Politécnica da Catalunha que, tal como AuctionBot,
permite múltiplos leilões em simultâneo e utiliza um conjunto de agentes
com regras pré-deﬁnidas para simpliﬁcar a sua classiﬁcação. Foi desen-
volvido utilizando Parallel Virtual Machine (PVM) como middleware que
assegura uma grande mobilidade e a possibilidade de conﬁguração de má-
quinas virtuais, criando um sistema do tipo sand-box com a possibilidade
de expansão da plataforma distribuída. O tipo de leilão é baseado no leilão
da lota do peixe, apresentando as propostas por ordem decrescente [3].
Kasbah é um sistema desenvolvido no Massachusetts Institute of Technology
(MIT) que utiliza o Continuous Double Auction (CDA) e tem como objec-
tivo que os agentes negoceiem de forma autónoma. Os agentes vendedores
são classiﬁcados como anunciantes, sendo deﬁnido um produto para cada
agente. O sistema contém três tipos de adaptação do preço ao longo do
tempo: linear, quadrático e cúbico. Este mecanismo deﬁne a estratégia de
negociação do agente no mercado. Este e outros parâmetros podem ser
alterados em qualquer momento da negociação. Uma característica interes-
sante do Kasbah é o Better Business Bureau que permite, após conclusão
da negociação, avaliar qualitativamente a entidade envolvida no negócio de
forma a usar posteriormente esta informação para deﬁnir a credibilidade da
entidade envolvida na negociação [4]. Existem alguns projectos utilizando
o Kasbah como, por exemplo, um trabalho realizado pela Universidade de
Campinas que utiliza o Kasbah com um sistema de catálogo para as nego-
ciações [5].
2.1.2 Plataformas B2B
No domínio das plataformas B2B seleccionaram-se a JIA Mediation Platform
[6], a B2B E-procurement Platform [7], a B2B E-Commerce Model (MAECS)
Platform [8] e a Plataforma B2B de Personalização de Anúncios [9] em construção.
JIA Mediation Platform é uma plataforma B2B de mediação automática cons-
tituída por um sistema multiagente. A plataforma foi desenvolvida usando
Java Agent DEvelopment Framework (JADE) e o plug-in JADE Semantics
Add-on (JSA) que consiste nummotor de regras para formalizar a semântica
das mensagens padrão Agent Communication Language (ACL) da Founda-
tion for Intelligent Physical Agents (FIPA). Nesta plataforma existem três
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tipos de agentes mediadores: (i) agentes mediadores da negociação com os
agentes das empresas; (ii) mediadores de todos os agentes da plataforma;
e (iii) agentes de mediação institucionais. Os agentes mediadores, ao invés
de implementarem um protocolo de negociação especíﬁco, implementam um
conjunto de regras de interacção – rules of exchange – com o objectivo de
assegurar a interoperabilidade entre agentes clientes e fornecedores e evitar
bloqueios [10].
E-procurement Platform é uma plataforma B2B de aquisição electrónica ba-
seada em agentes e serviços Web. A plataforma foi desenhada com base
no paradigma Service Oriented Architecture (SOA) de forma a disponibi-
lizar as suas acções sob a forma de serviços prontos a consumir. A sua
arquitectura conta com um agente de mercado que pesquisa no Universal
Description Discovery and Integration (UDDI) os fornecedores de serviços
e inclui uma camada intermédia de negociação e uma base dados para guar-
dar a informação das empresas [7].
Multi-Agent E-Commerce Model System (MAECS) é um sistema mul-
tiagente destinado ao comércio electrónico entre empresas. Neste caso, os
agentes estão organizados numa estrutura federativa que contém agentes fa-
cilitadores com a missão de disponibilizar informação e estabelecer a ponte
entre o distribuidor e o produtor, uma vez que os agentes de duas entida-
des distintas não podem comunicar directamente. Os agentes comunicam
trocando mensagens FIPA-ACL [8].
Plataforma B2B de Personalização de Anúncios é um sistema multiagente
destinado à transacção de componentes multimédia entre empresas em de-
senvolvimento [11] [12]. A arquitectura da plataforma está organizada em
três camadas: (i) camada de interface com as empresas; (ii) camada de
modelação das empresas; (iii) camada de mercado onde apenas existem
agentes delegados dos agentes da camada intermédia a negociar os produ-
tos. A comunicação entre os agentes de diferentes camadas é efectuada
através de serviços Web. Os agentes da camada de mercado comunicam
entre si trocando mensagens FIPA-ACL e implementam os protocolos de
negociação FIPA-ICNIP, o FIPA-CNIP e o Fixed ICNIP(FICNIP). Todos
os serviços Web expostos pelos agentes da plataforma são publicados no
UDDI para permitir a sua descoberta e consumo [9].
2.2 Análise Comparativa
As soluções apresentadas vão ser analisadas em relação às seguintes característi-
cas:
8 CAPÍTULO 2. PLATAFORMAS DE NEGOCIAÇÃO AUTOMÁTICA
• Arquitectura do sistema – se é composto por um ou mais agentes / módulos
organizados numa ou em múltiplas camadas;
• Negociação do sistema – se dispõe de um ou vários protocolos de negociação;
• Escalabilidade do sistema – se permite aumentar a capacidade de proces-
samento, i.e., o número de agentes / módulos, de forma signiﬁcativa sem
afectar o desempenho global;
• Interoperabilidade do sistema – se permite interagir com outros agentes,
módulos ou aplicações de forma automática independentemente da plata-
forma e da linguagem de desenvolvimento adoptada;
• Abertura do sistema – se agentes / módulos podem ser criados, ﬁcar isolados
ou ser eliminados sem afectar o funcionamento dos restantes componentes.
Na Tabela 2.1 comparam-se a arquitectura, os protocolos de negociação, a esca-
labilidade, a interoperabilidade e a abertura dos sistemas de comércio electrónico
apresentados.
Tabela 2.1: Comparação dos sistemas de comércio electrónico
AuctionBot FishMarket Kasbah
Arquitectura Camada única Camada única Camada única





Escalabilidade Não Sim Não
Interoperabilidade Sim Sim Sim
Abertura Não Não Não
A Tabela 2.2 apresenta a comparação do tipo de arquitectura, protocolos
de negociação, escalabilidade, interoperabilidade e abertura dos sistemas B2B
descritos. A JIA Mediation Platform não foi incluída nesta tabela porque modela
a fase das transacções B2B que decorre após a etapa de negociação. Assim, ao
invés de um protocolo de negociação adopta uma abordagem baseada na troca de
documentos electrónicos de acordo com a especiﬁcação dos processos de negócio
efectuada em Universal Business Language (UBL).
2.3 Conclusão
Neste capítulo apresentaram-se e compararam-se as principais características de
sistemas congéneres e do sistema em desenvolvimento. Esta análise permite con-
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Tabela 2.2: Comparação dos sistemas B2B
E-Proc. MAECS MMB
Arquitectura Org. em camadas Camada única Org. em camadas
Negociação Não explicitado Leilão proprietário CNIP e ICNIP
Escalabilidade Não Sim Sim
Interoperabilidade Sim Sim Sim
Abertura Não Não Sim
cluir que a plataforma B2B de personalização de anúncios em construção apre-
senta um conjunto de características promissor face aos sistemas congéneres.
No capítulo seguinte identiﬁcam-se as principais tecnologias de suporte ao




Neste capítulo referem-se as principais tecnologias envolvidas ou de relevância
para a realização deste projecto. Descrevem-se os serviços Web, as especiﬁcações
de transacções B2B, as abordagens de representação de conhecimento, a compu-
tação baseada em agentes, a determinação da similaridade e as tecnologias Web
utilizados do lado do cliente e do lado do servidor.
3.1 Serviços Web
Os serviços Web são baseados em quatro tecnologias: XML, Simple Object Access
Protocol (SOAP), Web Services Description Language (WSDL) e UDDI. Esta
conjugação permite criar sistemas distribuídos vocacionados para a comunicação
intra e interplataforma de acordo com o paradigma SOA que asseguram um
elevado nível de interoperabilidade [13]. O UDDI permite localizar e consumir
serviços dinamicamente, podendo incluir mecanismos de segurança ao nível da
troca das mensagens SOAP. A utilização de Secure Socket Layer (SSL) garante
protecção ao nível da camada de transporte, mas não cifra os dados. Podem ser
adoptados outros mecanismos de segurança como o XML Encryption e o XML
Signature. O primeiro cifra os dados a partir de uma chave privada e o segundo
caso utiliza assinaturas digitais para autenticação. Por último, o Web Services
Security (WSS) é composto por três mecanismos de segurança: (i) o primeiro
veriﬁca a integridade da mensagem SOAP; (ii) o segundo cifra a mensagem SOAP
para assegurar conﬁdencialidade; e (iii) o terceiro anexa tokens de segurança para
veriﬁcação da identidade junto do receptor. A desvantagem deste mecanismo é o
aumento signiﬁcativo do tamanho (overhead) das mensagens SOAP [14].
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3.1.1 Extensible Markup Language
A tecnologia eXtensible Markup Language (XML) é uma meta-linguagem que
permite a especiﬁcação de novas linguagens ou dialectos válidos e bem formados.
Desenvolveu-se a partir da Standard Generalized Markup Language (SGML) com
o propósito de permitir armazenar dados de forma semi-estruturada, recorrendo
a anotações, e separar o conteúdo da formatação do documento. A especiﬁcação
de um novo dialecto ou linguagem baseia-se na deﬁnição e armazenamento da
estrutura do novo dialecto XML num ﬁcheiro que é posteriormente utilizado
para validar os documentos do dialecto. Este papel é desempenhado pelo ﬁcheiro
Document Type Deﬁnition (DTD) ou do XML Schema Deﬁnition (XSD). Como
o DTD não utiliza a sintaxe do XML é preferível optar pelo XSD. O ﬁcheiro XSD
deﬁne o conjunto e a estrutura de anotações do dialecto XML, nomeadamente, o
nome (anotação), o tipo de dados e a cardinalidade de cada elemento em XML
[15] [16].
Dado que a plataforma é desenvolvida em Java, utilizou-se a Java Architecture
for XML Binding (JAXB) application programming interface (API) que permite,
de forma simples e com base no XSD ou DTD, o empacotamento (marshalling)
de objectos Java em representações XML e o desempacotamento (unmarshalling)
dos dados de um ﬁcheiro XML nos objectos Java correspondentes. O processo
de empacotamento consiste em três passos essenciais: (i) validação dos objectos
Java para garantir a validade dos dados; (ii) conversão dos dados para documen-
tos XML; e (iii) armazenamento do documento XML resultante. O processo de
desempacotamento também pode ser descrito em três passos essenciais: (i) cons-
trução do documento XML para desempacotar em objectos Java; (ii) conversão
dos dados do documento XML em instâncias de classes Java; e (iii) armazena-
mento dos objectos resultantes [15] [16] [17] [18].
3.1.2 UDDI
O serviço de registos UDDI permite deﬁnir o modelo dos dados em XML e utilizar
as API de SOAP para o registo e pesquisa de informação das empresas e dos seus
serviços. De uma forma resumida, o UDDI funciona como as páginas amarelas
onde as empresas publicam os seus dados e serviços, incluindo o Uniform Resource
Locator (URL) dos ﬁcheiros WSDL de descrição dos serviços.
As empresas e os serviços aﬁxados no UDDI podem ser classiﬁcados de acordo
com taxonomias padrão como, por exemplo, a North American Industry Classi-
ﬁcation System (NAICS) e a Universal Standard Products and Services Clas-
siﬁcation (USPSC), respectivamente. O UDDI utiliza internamente estruturas
designadas tModels para representar as taxonomias. A utilização da taxonomia
NAICS permite efectuar pesquisas e obter correspondências directas como, por
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exemplo, a pesquisa de uma empresa ou de um tModel, mas, também, a pesquisa
por categorias de empresas ou de serviços [19].
O UDDI apresenta dois pontos fracos: (i) a sua dependência de um nó central;
e (ii) a ausência de suporte para Semantic Web Services (SWS). Enquanto a
primeira fragilidade poderia ser resolvida através da adopção de uma solução
dinâmica do tipo Peer-to-Peer (P2P), garantindo maior escalabilidade e robustez
[20], a segunda impede que os serviços aﬁxados no UDDI sejam, à imagem do
que acontece com os SWS, deﬁnidos através de uma ontologia de representação
de serviços que assegure a interoperabilidade entre plataformas e a integração do
domínio de conhecimento.
3.1.3 Pilha Protocolar
Os serviços Web utilizam a pilha protocolar da Figura 3.1. Na primeira camada,
a camada de transporte, é utilizado habitualmente o protocolo HTTP. O proto-
colo permite a transferência de dados através da Internet, incluindo mensagens
do tipoMultipurpose Internet Mail Extensions (MIME) [21]. Na segunda camada
designada XML Messaging utiliza-se XML e SOAP. Este protocolo destina-se a
transportar conteúdos XML sem necessidade de alterar a sua semântica ou estru-
tura [22]. Na terceira camada encontra-se a linguagem de descrição de serviços
WSDL. Esta linguagem baseada em XML permite especiﬁcar toda a informação
necessária para aceder e utilizar os serviços Web [23]. Por ﬁm, na quarta camada
encontram-se as especiﬁcações UDDI que incluem um serviço de registo de servi-
ços Web. O serviço de registo UDDI é ele próprio um serviço Web que permite a
publicação dos meta-dados de classiﬁcação das empresas e dos seus serviços assim
como os URL dos ﬁcheiros WSDL de descrição dos serviços publicados [24].
Figura 3.1: Serviços Web - pilha protocolar
3.2 Transacções Electrónicas B2B
A Organization for the Advancement of Structured Information Standards (OA-
SIS) apresenta duas especiﬁcações de modelação de transacções electrónicas en-
tre empresas: electronic business XML (ebXML) e o Business Process Execution
Language (BPEL).
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3.2.1 Electronic Business XML
A Organization for the Advancement of Structured Information Standards (OA-
SIS) deﬁniu um conjunto de padrões de interface entre processos de negócio de
onde se destaca o ebXML, que consiste num padrão de interacção entre platafor-
mas B2B. As mensagens e anexos ebXML foram deﬁnidos em SOAP, adicionando
qualidade de serviço, segurança e garantia de troca de mensagens. A sua arqui-
tectura é centrada na troca de documentos que vai de encontro ao paradigma dos
serviços Web orientados para B2B [25].
A ﬁnalidade dos serviços Web e do ebXML são distintas: os serviços Web ex-
põem aplicações que qualquer entidade pode invocar – abordagem SOA; o ebXML
destina-se à troca entre parceiros empresariais de documentos bem deﬁnidos se-
gundo um processo de negócio pré-acordado e deﬁnido – abordagem baseada em
relações contratuais [26]. O ebXML descreve a coreograﬁa de um processo elec-
trónico de negócio através de um Business Process Speciﬁcation Schema (BPSS).
O ebXML, tal como o UDDI, disponibiliza um serviço de registo de serviços
para as empresas e os seus serviços. No entanto, os dois serviços de registo diferem
na forma como os registos são classiﬁcados. Enquanto o UDDI utiliza tModels
para representar uma taxonomia, o ebXML usa uma hierarquia de classiﬁcações
baseada no registo de itens.
O protocolo estipula que cada empresa cria o seu Collaboration Protocol Pro-
ﬁle (CPP). Da relação entre dois CPP de duas empresas diferentes resulta a
criação de um Collaboration Protocol Agreement (CPA) que descreve a relação
formal entre as duas entidades. De forma a assegurar a integridade dos dados de
ambas as empresas, o ebXML deﬁne a utilização do ebXML Messaging Service
(ebMS).
No domínio semântico, o ebXML inclui duas normas: ebXML Registry Service
(ebXML-RS) e o ebXML Registry Information Model (ebXML-RIM) [27] [28].
A organização RosettaNet, que desenvolve padrões para a cadeia de distri-
buição global, tem vindo a convergir no sentido da utilização do ebXML, mais
concretamente no RosettaNet Implementation Framework (RNIF) [29]. Esta de-
cisão da RosettaNet constitui um apoio importante para um alargamento da
utilização do ebXML como o padrão no comércio electrónico mundial.
3.2.2 Business Process Execution Language
A BPEL é um linguagem padrão da OASIS para a especiﬁcação da execução
dos processos de negócio que é suportada pela tecnologia dos serviços Web, i.e.,
utiliza SOAP, WSDL e UDDI.
A BPEL em conjunto com a Business Process Modelling Language (BPML)
constituem outra abordagem à especiﬁcação das transacções electrónicas entre
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empresas. Para a BPEL, a execução de uma sequência de processos electrónicos
de negócio entre duas empresas é encarada como uma orquestração [30]. As-
sim a BPEL permite descrever a orquestração da execução de um processo de
negociação assim como deﬁnir a coreograﬁa de um protocolo de negociação [31].
Inclui ainda dois mecanismos que permitem a alteração dos ﬂuxos de trabalho:
o Business Process Reengineering (BPR) e o Continuous Process Improvement
(CPI). Enquanto o BPR analisa e redesenha periodicamente o processo de ne-
gócio, o CPI realiza um melhoramento contínuo incorporando e coordenando
pequenas alterações [32].
3.3 Representação de Conhecimento
No âmbito deste projecto a representação do conhecimento do domínio suportou-
se em taxonomias e ontologias. As ontologias foram utilizadas para representar
a estrutura da informação da plataforma assim como os perﬁs dos espectadores,
programas e anúncios. As taxonomias são usadas no âmbito do serviço de registo
UDDI.
3.3.1 Taxonomias
A adopção de sistemas de classiﬁcação padrão promove a interoperabilidade en-
tre plataformas. As taxonomias são sistemas simples de classiﬁcação de conhe-
cimento organizados em árvore. De entre as inúmeras taxonomias existentes,
salientam-se três sistemas padrão de classiﬁcação para comércio electrónico: (i)
o North American Industry Classiﬁcation System (NAICS), que permite a clas-
siﬁcação de empresas [33]; (ii) o United Nations Standard Products and Services
Code (UNSPSC), que permite a classiﬁcação de produtos e serviços [34]; e (iii)
o RosettaNet Technical Dictionary (RNTD), que deﬁne um vocabulário para co-
mércio electrónico de bens e serviços [35].
Da comparação entre os sistemas UNSPSC e RosettaNet, ressalta a diferença
do nível de detalhe: o UNSPSC possui cerca de 21 000 classes e o RosettaNet
aproximadamente 800 classes. Esta diferença pode causar problemas de compa-
tibilidade semântica nos casos em que as duas taxonomias estejam presentes em
simultâneo [36] [37].
3.3.2 Ontologias
As ontologias são sistemas de representação da estrutura do conhecimento num
dado domínio (conceitos, acções, predicados, etc.) e das suas relações. Existem
diversas linguagens de deﬁnição de ontologias como, e.g., DARPA Agent Markup
Language for Services (DAML-S) e Web Ontology Language for Services (OWL-
S). Esta última, inspirou-se na primeira e apresenta como vantagem ser deﬁnida
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em Web Ontology Language (OWL), um padrão do World Wide Web Consortium
(W3C) para deﬁnição de ontologias.
Neste projecto deﬁniram-se ontologias em OWL e em Protégé Frame, um
formato proprietário do editor de ontologias Protégé.
Paralelamente, está a decorrer um trabalho vocacionado para o streaming de
video com anotação semântica. As tecnologias utilizadas são o Moving Pictures
Experts Group 4 (MPEG-4) para a transmissão e compressão do sinal e o Moving
Pictures Experts Group 7 (MPEG-7) para especiﬁcação dos metadados. O for-
mato MPEG-4 foi desenvolvido com o objectivo de se obter uma melhor taxa de
compressão. No entanto, durante o processo de normalização do MPEG-4, sur-
giu a necessidade de representação da descrição dos conteúdos multimédia, dos
seus produtores e dos seus distribuidores [38]. O MPEG-7 foi desenvolvido para
os produtores de conteúdos multimédia terem à sua disposição uma norma de
descrição de meta-dados do conteúdo, estrutura e observações que sejam relevan-
tes para o autor [39]. Estas duas normas permitem manipular e enviar objectos
multimédia e os seus meta-dados. Para criar modelos semânticos dos conteú-
dos multimédia codiﬁcados em MPEG-4 e anotados em MPEG-7, utilizam-se os
MPEG-7-Multimedia Description Schemes (MPEG-7-MDS) para criar Descrip-
tion Schemes (DS) associados a uma dada ontologia [40]. Neste contexto, existe
um conjunto de ontologias baseadas em MPEG-7 que implementam característi-
cas diversas desta especiﬁcação, e.g., a ontologia Harmony, a ontologia aceMedia,
a ontologia SmartWeb, a ontologia BOEMIE, a ontologia Rhizomik, a ontologia
DS-MIRF ou a ontologia COMM [41].
3.4 Computação Baseada em Agentes
A computação baseada em agentes é o paradigma de programação adoptado neste
projecto. Apesar de não existir um consenso sobre a deﬁnição de agente, Wool-
dridge e Jennings aﬁrmam que “An agent is a computer system that is situated in
some environment, and that is capable of autonomous action in this environment
in order to meet its design objectives.” [42]. Os agentes podem também ser deﬁ-
nidos através das suas características como agranularidade, o grau de autonomia,
capacidade de adaptação e de aprendizagem, ﬂexibilidade, tipo de comunica-
ção e de inferência. Os agentes, enquanto unidades autocontidas de código com
conhecimento, capacidade de inferência e de comunicação, são particularmente
adequados para modelar problemas de natureza distribuída, nomeadamente, o
comércio electrónico de bens e serviços.
Do ponto de vista tecnológico, os agentes desenvolvidos em Java apresentam
um conjunto acrescido de propriedades e mecanismos. Neste contexto, um sistema
multiagente torna-se bastante versátil quer em termos de mobilidade de recursos,
quer em relação à migração para a sua rede de processamento na cloud. Os
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agentes podem ser criados e ﬁcar alojados numa plataforma local onde cada
agente é uma thread da Java Virtual Machine (JVM), explorando as capacidades
de processamento paralelo; podem ser criados localmente e movidos para uma
plataforma de agentes remota; ou cada agente pode ser criado e alojado numa
plataforma física distinta sem recorrer a uma plataforma centralizada de agentes
[43]. Em termos de segurança os agentes desenvolvidos em Java dispõem de
uma API de segurança chamada Java Authentication and Authorization Service
(JAAS) que permite a autenticação de agentes numa plataforma centralizada.
Outra opção para prevenir a emissão de ataques a uma plataforma de agentes
passa pela deﬁnição de políticas de acesso aos agentes, e.g., através da deﬁnição
de uma ontologia com políticas de acesso que, em conjunto com o JAAS, dão uma
maior robustez à plataforma [44]. Se os agentes forem publicados na Web sob
a forma de serviços, pode-se ainda implementar um mecanismo de tokens para
controlar o acesso às acções dos agentes.
3.4.1 Protocolos de Negociação
As plataformas multiagente de negociação adoptam diversos tipos de protocolos
de negociação, incluindo protocolos de negociação de um para um, de um para
muitos e de muitos para muitos. A negociação directa ou bargaining, os leilões e a
rede contratual ou contract net são alguns dos tipos de protocolos de negociação
mais comuns neste contexto.
Neste projecto utiliza-se o FIPA Contract Net Interaction Protocol (CNIP),
o FIPA Iterated Contract Net Interaction Protocol (ICNIP) e o Fixed ICNIP
(FICNIP), que é uma variante do FIPA-ICNIP que foi implementada. O FIPA-
CNIP apresenta o seguinte funcionamento:
1. O agente que inicia a negociação endereça um pedido de envio de propostas
– Call For Proposals (CFP) – a um conjunto de agentes.
2. Os agentes visados avaliam o pedido. Se não estão interessados, recusam
participar com refuse. Caso considerem que se trata de uma oportunidade
de negócio, remetem as suas propostas individuais.
3. Quando termina o tempo de recepção de propostas, o agente que iniciou a
negociação avalia todas as propostas recebidas e escolhe uma ou nenhuma.
Informa cada agente participante do resultado, enviando accept-proposal ou
reject-proposal conforme aceita ou recusa a proposta desse agente.
O funcionamento do FIPA-ICNIP é semelhante ao FIPA-CNIP apenas diferindo
no facto de o agente que inicia a negociação repetir o processo descrito até encon-
trar uma proposta que lhe agrade ou desistir [45] [46]. O FICNIP, que é idêntico
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ao FIPA-ICNIP, repete o processo do FIPA-CNIP um número ﬁxo de iterações,
escolhendo no ﬁnal a melhor proposta de todo o conjunto de propostas recebidas.
3.5 Tecnologias Web
No âmbito do desenvolvimento da aplicação Web utilizaram-se o Asynchronous
JavaScript and XML (AJAX), JavaServer Faces (JSF), incluindo o JavaServer
Pages (JSP) e o PrimeFaces.
3.5.1 Asynchronous JavaScript and XML
Inicialmente, a tecnologia HyperText Markup Language (HTML) foi pensada para
produzir páginasWeb estáticas. Para permitir a criação de páginas interactivas do
lado do cliente foi então desenvolvida uma linguagem de scripting: o JavaScript
[47].
Na aplicação Web utiliza-se o AJAX. O AJAX consiste num conjunto de três
tecnologias que permite de um modo assíncrono efectuar pedidos a um servidor.
Os pedidos são efectuados em background com recurso ao JavaScript e as respostas
permitem efectuar actualizações de pequenas porções da página Web, evitando
o carregamento completo da página. Os principais componentes que permitem
esta dinâmica são o JavaScript, que facilita o acesso ao Document Object Model
(DOM) da página, e o objecto XMLHttpRequest que permite estabelecer uma
ligação assíncrona ao servidor[48].
3.5.2 JavaServer Faces
O JSF é uma tecnologia que permite o desenvolvimento de aplicações Web com
recurso a tecnologia Java. O JSF utiliza como padrão de desenvolvimento o
Model-View-Controller (MVC). O MVC organiza o desenvolvimento da aplicação
em três componentes: Model, View e Controller. O Model representa os dados
de entrada e as operações da aplicação Web; o View está encarregue da saída; e o
Controller faz a gestão do Model, sempre que recebe um pedido, e altera o View,
sempre que envia uma resposta [49].
3.5.3 JavaServer Pages
O JSP é uma tecnologia de desenvolvimento de aplicações Web do lado do ser-
vidor. Permite efectuar a separação entre a lógica da aplicação e da lógica da
apresentação. A primeira é realizada por um conjunto de classes de Java de-
signadas JavaBeans e a segunda consiste num conjunto de modelos de páginas
Web enriquecidas com scriptlets de Java. Estes scriptlets consistem em chamadas
ao código implementado nos JavaBeans. Quando invocadas, os documentos JSP
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executam os scriptlets, substituindo-os pelos resultados e devolve o documento
HTML resultante.
A JavaServer Pages Standard Tag Library (JSTL) é uma biblioteca de anota-
ções para JSP. A JSTL permite efectuar uma programação de JavaServer Pages
mais elegante, substituindo scriptlets por conjuntos de anotações de mais fácil
leitura e assegurando uma melhor organização. Esta tecnologia utiliza o Expres-
sion Language (EL) que permite aceder às variáveis instânciadas no âmbito dos
scriptlets JSP [50].
3.5.4 PrimeFaces
A PrimeFaces é uma biblioteca de componentes gráﬁcos que se destina a ser
utilizada em conjunto com o JSF. Contém diversos componentes gráﬁcos que
funcionam em conjunto com a tecnologia AJAX permitindo criar aplicações Web
atraentes e interactivas do lado do cliente [51].
3.6 Determinação da Similaridade
Neste projecto é necessário determinar a similaridade entre vectores de caracte-
rísticas relativos a anúncios, programas e perﬁs dos utilizadores. Esta técnica,
que é habitual nos sistemas de recomendação, é utilizada para efectuar sugestões
baseadas nas características do perﬁl do utilizador e do universo de produtos ou
serviços disponíveis. Para tal, tem de estabelecer o grau de emparelhamento ou
de aﬁnidade entre as características de um e de outros. Nos sistemas de reco-
mendação utilizam-se frequentemente técnicas baseadas em ﬁltros colaborativos,
contextos e preferências expressas. Em alguns casos, recorrem, inclusive, à in-
formação proveniente de redes sociais e das folksonomies associadas, levando em
conta o conjunto de anotações – tag clouds – dos utilizadores [11].
No caso da determinação da similaridade entre o perﬁl de um espectador e
um ou mais anúncios é necessário efectuar um mapeamento prévio das ontologias
dado que utilizam ontologias parcialmente sobrepostas, i.e., possuem caracterís-
ticas sem correspondência directa. A Figura 3.2 ilustra o mapeamento entre a
ontologia dos anúncios (Ads) e a ontologia dos programas da BBC usada para
caracterizar um intervalo.
3.6.1 Similaridade dos Cossenos
Um dos métodos mais conhecidos de comparação de vectores é a determinação
da similaridade dos cossenos [52]. i.e., calcula-se o cosseno do ângulo entre os
dois vectores. O resultado varia entre 1, quando os vectores são colineares, e 0,
quando os vectores são ortogonais. Neste projecto vamos aplicar esta métrica para
20 CAPÍTULO 3. TECNOLOGIAS DE SUPORTE
Figura 3.2: Mapeamento entre as ontologias BBC e Ads
comparar os perﬁs dos espectadores, dos programas e dos anúncios. A Figura 3.3
ilustra a determinação da similaridade de dois vectores com três características.
Figura 3.3: Similaridade de cossenos
Num primeiro passo, depois do vector dos anúncios ter sido mapeado para a
ontologia dos programas, os vectores de características do anúncio e do intervalo
a comparar são normalizados através da aplicação da Equação 3.1, onde V é o
vector original, |V | representa a sua norma e Vˆ é o vector normalizado resultante.
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Equação 3.1: Normalização
Vˆ = V|V | (3.1)
Num segundo passo, aplica-se a Equação 3.2 que determina a similaridade entre
dois vectores de características Aˆ e Bˆ.
Equação 3.2: Similaridade dos cossenos











onde Aˆ e Bˆ são os vectores normalizados, j identiﬁca a característica e n
representa a dimensão dos vectores.
No entanto, este cálculo da similaridade através da Equação 3.2 ignora as
magnitudes dos vectores [53]. Assim, quando é necessário escolher um anúncio
de entre um conjunto anúncios candidatos, calcula-se a similaridade entre o perﬁl
de cada anúncio e o perﬁl do espectador. Se ocorrerem empates entre os valo-
res de similaridade resultantes, é necessário incluir um terceiro e último passo:
determinar a distância euclidiana dos vectores através da Equação 3.3.
Equação 3.3: Distância euclidiana
d = |Aˆ− Bˆ| =
√√√√ n∑
j=1
|Aˆj − Bˆj |2 (3.3)
onde Aˆ e Bˆ são os vectores normalizados, j o índice da característica e n a
dimensão dos vectores.
O nível de satisfação ﬁnal é calculado através de regras de inferência especí-
ﬁcas.
3.6.2 Similaridade da Característica Dominante
A determinação da similaridade do anúncio baseada na característica dominante
do perﬁl do intervalo efectua-se em três passos. O primeiro passo consiste na
realização do mapeamento entre as ontologias do anúncio e do intervalo referido
na Figura 3.2. No segundo passo identiﬁca-se a característica dominante cd do
vector A e determina-se a diferença dos valores da característica dominante do
vector A e do vector B através da Equação 3.4, onde cd identiﬁca a característica
dominante do vector A e dcd representa a distância da característica dominante.
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Equação 3.4: Diferença da característica dominante
dcd = A[cd]−B[cd] (3.4)
Por ﬁm, veriﬁca-se se o resultado pertence ao intervalo deﬁnido na Equação 3.5,
onde dcd é a distância da característica dominante obtida através da Equação 3.4,
A[cd] é o valor da característica dominante do vector A e Dref é a distância de
referência deﬁnida.
Equação 3.5: Pertence ao intervalo de interesse
dcd ∈ [A[cd]−Dref , A[cd] +Dref ] (3.5)
Teoricamente, Dref ∈ [0, 9], mas na prática utiliza-se Dref ∈ [0, 2] para deﬁnir
quatro regiões distintas no intervalo de interesse que correspondem aos quatro
níveis de satisfação possíveis.
Se dcd pertence ao intervalo de interesse, a determinação do nível de satisfação
é calculado através de regras de inferência especíﬁcas. No caso contrário, o nível
de satisfação é zero (0).
3.6.3 Algoritmo Rete
Este projecto utiliza a plataforma de inferência Drools, e consequentemente o
algoritmo Rete, para representar as regras de determinação do grau de aﬁnidade
entre as características de anúncios, programas e perﬁs dos utilizadores
O algoritmo Rete, que foi desenvolvido por Charles Forgy [54], é um algo-
ritmo de apoio a sistemas de inferência guiados por eventos, i.e., determina em
tempo real e em função dos dados disponíveis no momento, qual o conjunto de
regras de inferência passíveis de aplicação. Este tipo de sistemas de inferência
guiados por eventos, por oposição aos sistemas de inferência guiados por objec-
tivos, permitem uma mais rápida assimilação da informação recém-chegada [55].
O algoritmo pode ser dividido em três partes: representação, gestão e utilização
de conhecimento [56]. O Java Expert System Shell (JESS) e o Drools do Java
Bean Open Source Software (JBOSS) são exemplos de plataformas de inferência
que implementam o Rete. Sendo um algoritmo utilizado em processos guiados
por eventos, quando o número de regras de inferência aumenta, requer poder
computacional e capacidade memória elevados [57].
3.7 Conclusão
Neste capítulo descreveram-se as tecnologias que vão ser utilizadas, nomeada-
mente, a computação baseada em agentes e os protocolos de negociação adopta-
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dos, as interfaces do tipo serviço Web e o serviço de registo UDDI, as ontologias
para a representação de conhecimento, as abordagens de determinação da si-
milaridade entre o universo de candidatos e um perﬁl alvo e as tecnologias de
desenvolvimento da aplicação Web.
Foram ainda apresentadas as linguagens ebXML e BPEL de especiﬁcação das
transacções electrónicas entre empresas. Apesar de não terem sido adoptadas,
foram estudadas e contempladas dado o nível de interoperabilidade que asssegu-
ram.
No capítulo seguinte detalha-se a instalação do ambiente de desenvolvimento




Neste capítulo descreve-se a instalação do ambiente de desenvolvimento utilizado.
4.1 Instalação do Ambiente de Desenvolvimento
A plataforma de desenvolvimento adoptada foi um computador portátil com o
sistema operativo Windows 7. Nesta plataforma instalou-se o ambiente de desen-
volvimento padrão de Java, o ambiente de desenvolvimento de sistemas baseados
em agentes e os servidores de aplicações e serviços Web, o servidor de bases de
dados, o serviço de registo UDDI, o editor de ontologias e um conjunto de API
adicionais.
4.1.1 Ambiente de Desenvolvimento de Sistemas Multi-Agente
O Java Agent DEvelopment Framework (JADE) foi o ambiente de desenvol-
vimento de sistemas baseados em agentes escolhido. Trata-se de um sistema
desenvolvido em linguagem Java, sendo por esta razão necessário começar pela
instalação do Java 2 Standard Edition (J2SE), que inclui o Java Runtime Envi-
ronment (JRE) e o Java Development Kit (JDK), e do Integrated Development
Environment (IDE) NetBeans da Oracle. As versões utilizadas corresponderam
ao JDK 7u9, JRE 7u9 e ao NetBeans 7.2 [58]. Após a instalação do J2SE,
procedeu-se à deﬁnição de algumas variáveis de ambiente do Microsoft Windows,
e.g., a %JAVA_HOME%, %CLASSPATH%, etc. [59].
Prosseguiu-se com a instalação do JADE 4.2 e de dois plug-ins: o Web Servi-
ces Integration Gateway (WSIG) e o Web Services Dynamic Client (WSDC). O
WSIG permite aos agentes da plataforma JADE criar interfaces do tipo serviço
Web e, assim, expor serviços Web que podem ser consumidos por terceiros [60]
[61] [62]. Para instalar o WSIG é necessário gerar o ﬁcheiro Web Archive (WAR)
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do WSIG, compilando o código fonte com a ferramenta Apache Ant 1.8.4 [63] e
colocá-lo na pasta webapps do Apache Tomcat. O WSDC permite aos agentes da
plataforma JADE consumir directamente serviços Web através da criação auto-
mática de stubs e skeletons de interacção com serviços Web. O JADE e o WSDC
instalam-se no NetBeans como bibliotecas da aplicação.
No NetBeans instalaram-se ainda como bibliotecas da aplicação os plug-ins
Drools e JFreeChart. O Drools 5.4.0, desenvolvido pela Java Bean Open Source
Software (JBOSS), permite a deﬁnição e utilização de regras de inferência [64].
O JFreeChart 1.0.14 é uma API de criação de gráﬁcos personalizados [65].
Por último, deve-se deﬁnir a variável ambiente do sistema operativo JADE_HOME
e, no NetBeans, especiﬁcar nas propriedades da aplicação a main.Class como
jade.Boot com os argumentos -gui -platform-id Tedi Auto:AgentAuto.
Figura 4.1: JADE
4.1.2 Ambiente de Desenvolvimento de Aplicações Web
No NetBeans instalaram-se ainda como bibliotecas da aplicação os plug-ins Pri-
meFaces, JSTL e JSF. O PrimeFaces 3.4, desenvolvido pela PrimeFaces, permite
a deﬁnição e utilização de componentes desenvolvidos com recurso ao AJAX [51].
O JSTL 1.2.1 é uma API que permite a utilização de anotações nos documentos
JSP [66]. Por seu lado, o JSF 2.1.14 é uma API de representação e manuten-
ção do estado de componentes gráﬁcos, incluindo o processamento de eventos,
validação do lado do servidor, conversão de dados, navegação, etc. [67].
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4.1.3 Servidor de Aplicações e Serviços Web
Instalou-se o servidor de aplicações Web Apache Tomcat e o plug-in Apache
Axis2/Java para o desenvolvimento e deployment dos serviços Web expostos pela
plataforma JADE e a sua aﬁxação no serviço de registos UDDI. A versão do
Apache Tomcat foi a 7.0.32 [68] e a do Apache Axis2/Java foi a 1.6.2. Para ins-
talar o plug-in Apache Axis2/Java basta copiar para a pasta webapps do Apache
Tomcat o ﬁcheiro WAR do Apache Axis2/Java [69].
Para tornar mais cómodo o desenvolvimento efectuou-se um conjunto de con-
ﬁgurações para permitir ao NetBeans controlar o Apache Tomcat. Foi neces-
sário no ﬁcheiro de autenticação dos utilizadores tomcat-users.xml os papéis
standard,manager,manager-script e admin e no menu Tools do NetBeans
seleccionar servers e adicionar o servidor Apache Tomcat, especiﬁcando os da-
dos de autenticação de administração.
Figura 4.2: Apache Tomcat e Apache Axis2/Java
4.1.4 Servidor de Bases de Dados
Procedeu-se à instalação do servidor de base de dados MySQL Community Ser-
ver 5.5 para armazenar de forma persistente a informação das empresas e da
plataforma. Incluiu-se o MySQL Workbench 5.2 que fornece um ambiente grá-
ﬁco para a interacção com o servidor e que inclui, entre outras ferramentas, a
possibilidade de criação de modelos Enhanced Entity Relationship (EER) [70].
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Figura 4.3: MySQL Workbench
4.1.5 Serviço de Registos UDDI
O serviço de registos UDDI escolhido foi o Apache jUDDI, tendo sido instalada
a versão 2.0.1. O jUDDI foi conﬁgurado para utilizar como servidor de bases de
dados o MySQL e como servidor de aplicações e serviços Web o Apache Tomcat.
Desta forma, a base de dados de suporte ao serviço de registos UDDI, que inclui
os dados das empresas e dos serviços registados, ﬁcou alojada no MySQL e o
jUDDI foi colocado na pasta webapps do Apache Tomcat. Com estes passos o
serviço de registos UDDI ﬁcou a funcionar como se ilustra na Figura 4.4.
4.1.6 Editor de Ontologias
Para representar o conhecimento do domínio optou-se pela especiﬁcação de on-
tologias, tendo sido seleccionado o editor de ontologias Protégé que permite de-
senvolver e guardar ontologias em diversos formatos. Instalou-se o Protégé 3.4.8
e um plug-in adicional o BeanGenerator 3.2 que permite converter as ontologias
criadas no Protégé no conjunto de classes de Java de representação dos tipos
de dados deﬁnidos [71] [72]. Estas classes são posteriormente reutilizadas pelo
sistema multiagente para representar esses dados.
Um exemplo deste procedimento ocorre com a ontologia da plataforma de
transacção de componentes multimédia – BrokeragePlatformOntology – de-
senvolvida. Esta ontologia inclui a deﬁnição dos serviços Web expostos pelos
agentes da plataforma, i.e., as interfaces do tipo serviço Web criadas. Para pu-
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Figura 4.4: jUDDI Console
blicar estes serviços Web no UDDI é necessário compilar as classes da ontologia
BrokeragePlatformOntology (BrokeragePlatformOntology.jar), colocar o ﬁ-
cheiro BrokeragePlatformOntology.jar na pasta “webapps\wsig\Web -INF\lib”
do WSIG e deﬁnir no ﬁcheiro de conﬁguração do WSIG localizado “\Tomcat
7.0\webapps\wsig\conf” a localização do servidor UDDI, as credenciais da em-
presa que publica os serviços e, por ﬁm, a designação da ontologia utilizada.
Para suportar o processamento de ontologias armazenadas em OWL é neces-
sário adicionar ao NetBeans como bibliotecas da aplicação alguns plug-ins que se
encontram na subpasta plug-ins do Protégé.
4.2 Resultado da Instalação
No ﬁnal deste processo de instalação e conﬁguração pode-se testar pela primeira
vez o ambiente de desenvolvimento da plataforma. Na Figura 4.6 apresenta-se a
interface Web do WSIG e a GUI do JADE.
Na Figura 4.7 apresenta-se o ambiente de desenvolvimento do NetBeans em
modo de execução. A Figura 4.7 – 1 apresenta o servidor Apache Tomcat, a
Figura 4.7 – 2 a plataforma JADE em modo de execução e a Figura 4.7 – 3 os
logs do Apache Tomcat.
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Figura 4.5: Protégé
4.3 Conclusão
A instalação do ambiente de desenvolvimento é complexa e extensa dada a mul-
tiplicidade de tecnologias de suporte incorporadas. Apresenta como vantagens
recorrer exclusivamente a soluções open source, ser independente da plataforma
porque é baseada em ambientes, ferramentas e bibliotecas desenvolvidas em Java,
e assegurar um elevado nível de interoperabilidade através da adopção de inter-
faces do tipo serviço Web.
A adopção de uma plataforma Windows para o desenvolvimento apresenta a
desvantagem de não permitir a criação de um link simbólico do ﬁcheiro compilado
da ontologia para a pasta do WSIG. Esta desvantagem é facilmente ultrapassável
através da migração para uma plataforma Linux.
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Neste capítulo descreve-se o desenvolvimento do projecto, referindo-se a represen-
tação de conhecimento, a arquitectura e as funcionalidades dos diferentes compo-
nentes (aplicações externas, camadas da plataforma e serviços de suporte).
5.1 Representação de Conhecimento
A representação do conhecimento do domínio foi efectuada através de ontologias.
Foram criadas duas ontologias relativas aos anúncios e aos programas e foi com-
pletada a ontologia da plataforma com os conceitos de suporte à interface da
plataforma com o exterior.
5.1.1 Ontologia da Plataforma
De forma a assegurar a integridade dos dados utilizados pela plataforma, deﬁniu-
se uma ontologia de representação da estrutura do conhecimento do domínio
da plataforma – a BrokeragePlatformOntology. A ontologia foi criada com o
Protégé e armazenada no formato Protégé Frame, gerando um ﬁcheiro Pont com
a ontologia. Neste projecto, a BrokeragePlatformOntology foi enriquecida com
a representação da estrutura do conhecimento de suporte ao funcionamento da
camada de interface e da interacção entre esta e a camada intermédia.
Na Figura 5.1 estão apresentados os principais conceitos da ontologia. Os
conceitos representados estão agrupados por tipos de agente (AgentType), dados
dos agentes (AgentData), acções dos agentes (AgentAction), itens multimédia
completos (MultimediaItem) e em versão reduzida (ReducedMultimediaItem),
produtos (Product), regras de inferência de (rulesProfile) e protocolos de
negociação (Negotiate).
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Figura 5.1: BrokeragePlatformOntology: Concept
O conceito AgentType agrupa os tipos de agente da plataforma. Os agentes
foram estruturados por tipo e camada como se apresenta na Figura 5.2.
Figura 5.2: BrokeragePlatformOntology: AgentType
A Figura 5.3 contém a deﬁnição do conjunto das acções dos agentes, i.e., as
acções dos serviços Web que os diferentes tipos de agente expõem. Este conjunto
está agrupado sob o conceito genérico AgentAction.
Na Figura 5.4 apresentam-se os conceitos representados e processados pelos
agentes e que estão agrupados sob o conceito genérico AgentData.
O conceito item multimédia – MultimediaItem – agrupa todo o tipo de com-
ponente multimédia, incluindo imagens, vídeos e áudios. Anúncios e intervalos
são itens multimédia. A Figura 5.5 apresenta a estrutura deste conceito.
Por ﬁm, na Figura 27 do Anexo D apresenta-se uma vista completa da onto-
logia da plataforma.
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Figura 5.3: BrokeragePlatformOntology: AgentAction
Figura 5.4: BrokeragePlatformOntology: AgentData
5.1.2 Ontologia dos Programas
A ontologia dos programas inspirou-se na estrutura de classiﬁcação dos programas
adoptada pelo site da BBC [73]. A ontologia foi criada no Protégé no formato
OWL. Foram seleccionadas quinze categorias principais que estão representadas
na Figura 5.6. Cada categoria principal contém as sub-categorias representadas
na Figura 28 do Anexo E.
5.1.3 Ontologia dos Anúncios
A ontologia dos anúncios foi baseada nas categorias dos classiﬁcados das Páginas
Amarelas [74]. A ontologia foi especiﬁcada no Protégé e armazenada no formato
OWL. Na Figura 5.7 apresentam-se as principais classes resultantes. Contudo,
nem todas as categorias deﬁnidas nesta ontologia tem mapeamento directo para
as categorias da ontologia dos programas. Na Figura 29 do Anexo F apresenta-se
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Figura 5.5: BrokeragePlatformOntology: MultimediaItem
Figura 5.6: BBC: Categories
esta ontologia.
Figura 5.7: Ads: Categories
5.1.4 Ontologia dos Espectadores
Esta ontologia é similar à ontologia dos programas porque o perﬁl do espectador
é dinamicamente construído com base no histórico de visualização de conteúdos.
Na página 41 apresenta-se na Figura 5.11 a interpretação gráﬁca do perﬁl de um
espectador.
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Figura 5.8: Classes geradas pelo BeanGenerator
5.1.5 Aplicação das Ontologias
A ontologia da plataforma, que se encontra armazenada no formato Protégé
Frame, é convertida no conjunto de classes de Java que representam a infor-
mação do domínio através do recurso ao plug-in BeanGenerator do Protégé. A
Figura 5.8 lista as noventa e uma classes resultantes deste processo. A plata-
forma utiliza este conjunto de classes para representar o conhecimento do do-
mínio. A classe mais importante do conjunto é a BrokeragePlatformOntology
que especiﬁca os conceitos da ontologia, o vocabulário utilizado e os resultados
da invocação das diferentes acções. A Figura 5.9 apresenta um excerto da classe
BrokeragePlatformOntology.
As restantes ontologias, dado que estão no formato OWL, são directamente
processáveis pela plataforma.
5.2 Arquitectura
A arquitectura foi desenvolvida tendo em conta quatro objectivos: (i) a mo-
dularidade do sistema, i.e., a facilidade de incluir novos protocolos, tácticas ou
métricas; (ii) a interoperabilidade do sistema, i.e., a adopção de interfaces pa-
drão independentes da plataforma ou linguagem; (iii) a escalabidade do sistema,
i.e., a capacidade de migração futura dos agentes das empresas para plataformas
internas das empresas, mantendo apenas no exterior a camada de mercado; e
(iv) a abertura e robustez do sistema, i.e., a capacidade de criação e eliminação
de representantes das empresas sem afectar o desempenho global, nem requer a
reiniciação da platforma.
A arquitectura do sistema é composta pela plataforma de transacção de com-
ponentes multimédia e pelas aplicações externas de interface com a plataforma
desenvolvidas – ver Figura 5.10. A plataforma é, por sua vez, composta por três
camadas distintas: a camada de interface, a camada de modelação de empresas
e o mercado. As duas aplicações externas de interface com a plataforma – a
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Figura 5.9: Conteúdo da classe BrokeragePlatformOntology
aplicação stand-alone e a aplicação Web – são clientes dos serviços Web expostos
pelos agentes da camada de interface.
5.2.1 Aplicação Stand-alone de Interface com a Plataforma
As empresas usam esta aplicação designada SAApp para comunicar com a pla-
taforma e gerir os seus agentes. A comunicação da aplicação com a plataforma
JADE baseia-se no consumo dos serviçosWeb criados na plataforma para o efeito.
O estabelecimento desta comunicação pode ser efectuado através de três moda-
lidades distintas: a ferramenta WSDL2Java, a API do Java API for XML Web
Services (JAX-WS) e o plug-in WSDC do JADE.
A primeira abordagem consiste na criação de um cliente estático através da
ferramenta WSDL2Java disponibilizada pelo AXIS2 usando o seguinte comando:
AXIS2HOME\bin\WSDL2Java -uri http://localhost:8080/wsig/ws/InterfaceLayer?WSDL -p -d adb
-s -o c:\build\clientinterfacelayer
Um dos problemas desta abordagem é a necessidade de criação de um cliente
estático para cada serviço da plataforma. Este problema pode ser resolvido al-
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Figura 5.10: Arquitectura da plataforma
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terando o código gerado pela ferramenta de forma a receber como parâmetros
o URL do serviço pretendido. Esta solução só é aplicável quando se trata de
interagir com agentes do mesmo tipo, e.g., só com agentes distribuidores.
A segunda abordagem consiste na criação de clientes estáticos e dinâmicos
suportados pelo JAX-WS. É uma abordagem padrão que requer, no caso dos
clientes dinâmicos, a criação manual das mensagens a enviar aos serviços Web,
i.e., há que criar manualmente as mensagens SOAP a enviar, incluindo todos os
parâmetros de entrada das acções a invocar.
Por ﬁm, a última abordagem consiste na utilização do WSDC, que é um plug-
in da plataforma JADE. O WSDC apenas necessita que se forneça o URL da
plataforma e os objectos a enviar, encarregando-se de criar automaticamente os
stubs e skeletons para a correcta comunicação com a plataforma. Em termos de
segurança este plug-in possibilita a utilização de: (i) HyperText Transfer Protocol
(HTTP) basic authentication; (ii) SSL com ou sem certiﬁcados; e (iii) WSS.
Foi implementada a possibilidade de carregamento do perﬁl de um Ad ou de
um Interval através de um ﬁcheiro XML. Utilizou-se a API JAXB para transfor-
mar o documento XML, num objecto Ad ou Interval da ontologia
MediaBrokerageOntology. Inversamente, o JAXB transforma os objectos Ad
ou Interval num documento XML. Esta API permite, de forma transparente, a
conversão entre formatos de armazenamento dos dados.
A aplicação apresenta gráﬁcos relativos a: (i) empresas distribuidoras – perﬁs
dos espectadores e programas e conteúdo negociado por intervalo; (ii) empresas
distribuidoras – perﬁs de anúncios, evolução dos valores de transmissão nego-
ciados por anúncio e respectivos histogramas; e (iii) plataforma – volume de
negócios efectuado no mercado.
A Figura 5.11 – 1 apresenta o perﬁl de um espectador, a Figura 5.11 – 2 o
perﬁl do programa que o espectador está a ver e, por ﬁm, a Figura 5.11 – 3 o
perﬁl do intervalo resultante, i.e., o perﬁl do intervalo a preencher.
O gráﬁco apresentado na Figura 5.12 destina-se a empresas produtoras e
descreve o comportamento de um anúncio no mercado. Apresenta a evolução do
valor pago pela empresa por segundo para a transmissão do anúncio ao longo de
um período de tempo especiﬁcado pelo utilizador. As barras laterais indicam o
grau de cumprimento dos objectivos face ao número de visualizações alvo e face
ao valor orçamentado para a campanha do anúncio.
As empresas produtoras podem ainda obter o histograma do custo da trans-
missão de um anúncio desde o início da campanha – ver Figura 5.13.
As empresas distribuidoras podem consultar os conteúdos dos intervalos ne-
gociados. A Figura 5.14 apresenta o alinhamento de anúncios do intervalo selec-
cionado após a conclusão com sucesso de uma ronda negocial.
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Figura 5.11: Gráﬁcos de perﬁl: utilizador, programa e intervalo
A Figura 5.15 mostra o histograma do valor das transacções efectuadas no
mercado no período de tempo deﬁnido pelo utilizador.
5.2.2 Aplicação Web de Interface com a Plataforma
A aplicação Web – designada WebApp – contém as mesmas funcionalidades que
a aplicação de interface stand-alone. Contudo, durante o desenvolvimento da
aplicação Web surgiu um problema inesperado: o JSF não suporta o plug-in
WSDC. Não querendo abdicar do dinamismo proporcionado pelo plug-in WSDC,
optou-se por se desenvolver um módulo servidor adicional que serve de proxy
entre a WebApp e a plataforma MultimediaBrokerage.
Este módulo servidor, desenvolvido em linguagem Java, utiliza o protocolo
de transporte TCP para receber objectos da aplicação Web, que comportam a
informação necessária para interagir com o plug-in WSDC, e devolver instâncias
da ontologia da plataforma. O servidor, quando recebe um pedido da aplicação
Web, invoca o serviço Web correspondente, utilizando o plug-in WSDC.
Na Figura 5.16 representa-se o funcionamento do ProxyServer. A seta bidi-
reccional número 1 assinala a interacção entre a aplicação Web e o ProxyServer
e a número dois a interacção entre o ProxyServer e a plataforma.
Na Figura 5.17 – 1 apresenta-se a página de carregamento das características
dos anúncios no formato XML. Na Figura 5.17 – 2 ilustra-se o carregamento
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Figura 5.12: Gráﬁco do anúncio: evolução do custo de transmissão
assíncrono dos campos da página Web com os dados provenientes da base de
dados.
Na Figura 5.18 – 1 apresenta-se o gráﬁco do perﬁl de um espectador e na
Figura 5.18 – 2 o formulário de inserção da data, incluindo a validação da data
por JavaScript.
5.2.3 Camada Superior de Interface
A camada superior de interface é constituída por agentes de interface que têm
um único objectivo: estabelecer a ponte entre a empresa e o agente que a modela
na plataforma. O agente de interface de uma empresa expõe um serviço Web
que oferece um conjunto de acções à aplicação de interface que a empresa utiliza
para gerir o seu representante na plataforma. Estes agentes utilizam ontology
mappers para suprimir todas as acções deﬁnidas na ontologia da plataforma que
não pretendem disponibilizar. O Extracto de Código 5.1 apresenta um excerto
da classe de um ontology mapper que utiliza a anotação @SuppressOperation
para suprimir a operação CreateDistributorDelegate.
Para evitar que alguma empresa tente maliciosamente controlar os agentes
de outras empresas, foi implementado um mecanismo de tokens que veriﬁca na
base de dados a autenticidade do representante da empresa token. Assim, a
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Figura 5.13: Gráﬁco do anúncio: histograma do custo de transmissão
Excerto de Código 5.1 Excerto de um mapper.
1 @SuppressOperation
2 public CreateDistributorDelegate toCreateDistributorDelegate() {
3 return null;
4 }
invocação de qualquer operação é acompanhada do envio do token de identiﬁcação
do emissor.
5.2.4 Camada Intermédia de Modelação de Empresas
A camada intermédia – Enterprise Layer – destina-se a modelar as empresas, i.e.,
alberga os agentes que representam as empresas. O agente da empresa armazena a
informação submetida pelo utilizador, adopta o comportamento deﬁnido e reporta
os resultados sempre que solicitado.
Quando se aproxima o intervalo de um espectador, o distribuidor actualiza
o perﬁl do espectador com o perﬁl do programa que o espectador se encontra a
ver, resultando o perﬁl do intervalo. Dado que as ontologias dos espectadores
e dos programas são semelhantes, a determinação do vector de características
resultante baseia-se no cálculo da média aritmética de cada característica dos
dois vectores. A relevância de uma característica é representada por um valor
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Figura 5.14: Gráﬁco do intervalo: alinhamento de anúncios negociados
inteiro entre 0 e 9. Por exemplo, dado o vector de características do espectador





Os agentes distribuidores sempre que pretendem personalizar um intervalo,
procuram no UDDI os produtores com anúncios compatíveis e convidam-nos a
participar numa ronda negocial. Os produtores convidados, determinam a simi-
laridade dos anúncios que possuem em carteira com o perﬁl do intervalo através
de duas abordagens: (i) a comparação do valor da característica dominante do
espectador no vector do anúncio; e (ii) a aplicação sequencial da Equação 3.1 de
normalização, da Equação 3.2 da determinação da similaridade e da Equação 3.3
da distância euclidiana apresentadas na página 21. Os agentes produtores, em
função dos resultados obtidos, podem ou não decidir participar na ronda negocial.
Em caso aﬁrmativo, criam um agente delegado na camada de mercado e dele-
gam nele a responsabilidade de negociar o anúncio com similaridade e distância
euclidiana mais elevadas.
A determinação da similaridade entre os perﬁs de um intervalo e de um anún-
cio baseada na determinação da similaridade dos cossenos efectua-se em três
etapas. Em primeiro lugar é necessário realizar um mapeamento entre a ontolo-
gia dos anúncios (Ads) e a ontologia dos programas (BBC). Por exemplo, dado o
vector de características do anúncio A e o mapeamento apresentado na Figura
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Figura 5.15: Gráﬁco do mercado: volume de negócios do mercado
3.2 da página 20, resulta o vector de características mapeadas do anúncio Amap.
A = [987489496848499]
Amap = [094060000000000]
O passo seguinte consiste na normalização dos vectores através da Equação 3.1.
ˆAmap = [0.00, 0.78, 0.34, 0.00, 0.52, 0.00, 0.00, 0.00, 0.00, 0.00, (5.1)
0.00, 0.00, 0.00, 0.00, 0.00]
Iˆ = [0.40, 0.15, 0.15, 0.20, 0.35, 0.20, 0.30, 0.35, 0.25, 0.30, (5.2)
0.15, 0.05, 0.25, 0.15, 0.30]
Por último, aplicam-se a Equação 3.2 e a Equação 3.3 apresentadas na página
21 aos vectores Amap e I, obtendo-se uma distância de 1,13 e uma similaridade
de 0,35 entre vectores:
cosα = 0, 35
d = 1, 13
Estes valores de similaridade e distância satisfazem as pré-condições da regra
de inferência Rule-04 apresentada no 5.4, resultando um nível de satisfação igual
a um (1).
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Figura 5.16: Gráﬁco do perﬁl do utilizador
A determinação da similaridade do anúncio baseada na característica domi-
nante do intervalo efectua-se em três passos. O primeiro passo consiste na reali-
zação do mapeamento entre as ontologias do anúncio e do intervalo referido na
Figura 3.2, resultando o vector Amap. No segundo passo identiﬁca-se a caracte-
rística dominante cd e determina-se a diferença entre os valores da característica
dominante nos dois vectores Amap[cd] e I[cd] através da Equação 3.4 da página
22. Por ﬁm, veriﬁca-se se o resultado está dentro do intervalo dado pela Equação
3.5 da página 22 . Em caso aﬁrmativo, é atribuído um nível de satisfação obtido
através das regras de inferência deﬁnidas.
Dado o perﬁl do anúncio mapeado Amap e o perﬁl do intervalo I apresentados,
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Figura 5.17: WebApp: SetAd
Figura 5.18: WebApp: gráﬁcos
Excerto de Código 5.2 Regra de inferência 04.
1 rule "Metric-2 Rule-04"
2 when
3 r24:Metric ((metricType==’2’) && similarity<similarityLevel && distance>distanceLevel)
4 then
5 r24.setSatistiedConditionsLevel(’1’);
6 System.out.println("Executed Rule: Metric-2 Rule-04
7 \nSatisfiedConditionLevel: "+r24.getSatistiedConditionsLevel());
8 end
constata-se que o anúncio não possui a característica dominante do intervalo.







Assim, a diferença da característica dominante encontra-se fora do intervalo
de interesse da Equação 3.5, resultando num nível de satisfação igual a zero (0).
Por omissão, o agente distribuidor tem um intervalo com um perﬁl indeﬁ-
nido (NA). Quando a empresa adiciona ao seu agente um novo viewerprofile,
o agente determina o perﬁl do novo intervalo, calculando a média do perﬁl do
espectador e do perﬁl do programa, e aplica-o ao intervalo indeﬁnido. De seguida,
especiﬁca quatro parâmetros: o algoritmo de similaridade a utilizar ({1, 2}, onde
1 representa a característica dominante e 2 representa a similaridade dos cosse-
nos), o nível de satisfação aceite ({1, 2, 3, 4}), o nível de referência de similaridade
entre vectores ([0, 1]) e o nível de referência da distância entre vectores ([0,
√
n],
onde n representa a dimensão dos vectores).
Nos testes efectuados o algoritmo de similaridade utilizado foi a similaridade
dos cossenos (2), o nível de satisfação pré-acordado foi 1 (um), o que signiﬁca
uma precisão baixa, o nível de referência de similaridade entre vectores foi 0,7 e,
por ﬁm, o nível de referência da distância entre vectores foi 0,8.
O distribuidor pesquisa no UDDI por produtores e desencadeia, em relação
aos produtores obtidos, as acções representadas na Figura 6.4. O distribuidor
anuncia o perﬁl do intervalo conjuntamente com os parâmetros deﬁnidos e os
produtores que satisﬁzerem as condições estabelecidas podem responder enviando
propostas relativas a anúncios de produtos compatíveis.
Os produtores aplicam o sistema de regras de inferência para determinar o
nível de satisfação dos anúncios (satisfactionlevel) que detêm face aos parâ-
metros deﬁnidos pelos distribuidores. No Excerto de Código 5.3 apresenta-se a
Rule-01 que determina que se a similaridade e a distância for inferior a 0,7 e 0,8,
respectivamente, é atribuído ao anúncio um nível de satisfação igual a 4.
No caso do algoritmo de similaridade escolhido ser a característica dominante
(1), o distribuidor anuncia aos produtores o perﬁl do intervalo e a distância de
referência. Os produtores mapeiam as ontologias dos programas da BBC e dos
Ads, abrindo os ﬁcheiros OWL respectivos e procurando obter uma correspon-
dência entre categorias ou subcategorias. Por exemplo, se a categoria dominante
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Excerto de Código 5.3 Regra de inferência 01.
1 rule "Metric-2 Rule-01"
2 when
3 r21:Metric ((metricType==’2’) && similarity>=similarityLevel && distance<=distanceLevel)
4 then
5 r21.setSatisfactionConditionsLevel(’4’);
6 System.out.println("Executed Rule: Metric-2 Rule-01 \nSatisfactionConditionLevel: " +
7 r21.getSatisfactionConditionsLevel());
8 end
do intervalo for “desporto”, a ontologia dos Ads é percorrida em busca da catego-
ria “desporto” e, caso não exista, é efectuada uma segunda pesquisa, desta vez
pelas subcategorias. Se, por exemplo, existir uma categoria “roupa” e uma sub-
categoria “desporto” então é aplicado o algoritmo da característica dominante
à categoria “roupa”.
Os produtores, caso optem por participar, lançam os seus delegados na ca-
mada de mercado e, no ﬁnal da ronda negocial, armazenam na base de dados da
plataforma os resultados da negociação para uma estimativa global do volume de
negócios.
Em todas as camadas é utilizado um conjunto de classes comum que permitem
estabelecer ligações com o plug-in WSDC. Como a inicialização deste plug-in é
demorada, devido à criação dos skeletons e dos stubs, cria-se apenas uma instância
para cada agente. Em termos de código, este procedimento consiste na chamada
do DynamicClientCache demonstrado no Excerto de Código 5.4.




3 dcc = DynamicClientCache.getInstance();
4 dc = dcc.get(new URI(url_wsdc));
Nesta camada é utilizado um sistema de inferência baseado em regras através
da utilização do plug-in Drools. Esta abordagem permite separar a inferência do
restante código.
5.2.5 Camada Inferior de Mercado
Por ﬁm, a última camada tem como objectivo negociar os componentes multi-
média. Na camada de mercado estão implementados os protocolos de negociação
FIPA-ICNIP, FIPA-CNIP e Fixed ICNIP (FICNIP) com diferentes tácticas de
adaptação de preço: linear, exponencial, aleatória, quadrática e preço ﬁxo [1].
As mensagens trocadas durante a negociação, são mensagens que implementam
a especiﬁcação FIPA-ACL, o agente delegado comunica com o agente da empresa
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para obter os dados do perﬁl de negociação do produto ou intervalo e no ﬁnal
para reportar o resultado da negociação. Algumas remodelações tiveram que ser
realizadas nesta camada, para a integrar.
A primeira alteração foi efectuada nas mensagens Fixed ICNIP (FICNIP)
apresentadas na Tabela 5.1 para permitir múltiplas negociações simultâneas, pas-
sando o nome dos agentes a incluir o id único de cada negociação. A segunda
alteração foi efectuada nos gráﬁcos do distribuidor que mudam de aspecto depen-
dendo do anúncio ou não do suggestedprice1. A terceira alteração foi efectuada
aos agentes delegados dos distribuidores, garantindo que só terminam a execução
quando preenchem na totalidade o intervalo ou quando não encontram produto-
res com conteúdos adequados. Por ﬁm, já na fase de testes e depuração de erros,
foi detectado um comportamento estranho no protocolo de negociação quando se
utilizava a táctica aleatória. Caso a última proposta fosse inferior à melhor pro-
posta recebida até ao momento, o agente delegado do distribuidor não enviava as
mensagens ACL AcceptProposal ou RejectProposal aos delegados dos produ-
tores. Após múltiplos testes e uma análise dos resultados com o auxílio do Java
Sniﬀer e do debugger do IDE NetBeans, concluiu-se que o protocolo pressupunha
que as propostas fossem sempre de valor crescente. Como a táctica aleatória não
satisfaz este pressuposto, provocava o mau funcionamento do protocolo. Para
solucionar este problema, o agente delegado do distribuidor passou a armazenar
a melhor proposta recebida até ao momento conjuntamente com a identiﬁcação
do seu proponente.
5.2.6 WSIG
O plug-in do JADE WSIG permite disponibilizar funcionalidades dos agentes,
sobre a forma de serviços Web. O plug-in publica os serviços Web no servidor
de aplicações e serviços Apache Tomcat. A consola do WSIG tem o aspecto
referido na Figura 5.19, apresentando os serviços dos agentes de controlo das di-
ferentes camadas. No caso do agente EnterpriseLayer, a Figura 5.19 apresenta
os dados referentes ao Mapper que utiliza, a ontologia, a chave do serviço no
UDDI, o endereço URL e as operações disponíveis. Para assegurar a segurança
da plataforma de comércio electrónico e dada a utilização dos plug-ins WSDC
e do WSIG existem três mecanismos: HTTP basic authentication, SSL e WSS.
O HTTP basic authentication apresenta como a maior desvantagem o envio das
credenciais de acesso em plaintext, sendo fácil a sua captura. O SSL é suﬁciente
quando a empresa tem a sua própria plataforma JADE. Gera um certiﬁcado pri-
vado para comunicação com os seus agentes e utiliza um certiﬁcado público para
comunicação com a plataforma JADE externa que contém a camada mercado.
Por último, o WSS disponibiliza as mesmas funcionalidades do SSL em termos
1O agente delegado do distribuidor informa os delegados dos produtores do preço mínimo
que aceita.
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de ter chaves privadas e públicas e permite ainda cifrar as mensagens SOAP.
No caso do SSL as chaves são utilizadas de modo síncrono enquanto no WSS de
forma assíncrona. No WSS, mesmo que sejam capturadas as mensagens SOAP,
como estão cifradas garantem a privacidade nos dados das empresas, motivo pelo
qual este mecanismo foi o seleccionado para implementação. Para implementar
o WSS é apenas necessário utilizar o Excerto de Código 5.5.







Os serviços Web disponibilizados pelo WSIG são registados no registo UDDI. No
Excerto de Código 5.6 ilustra-se a realização de um pedido SOAP para encontrar
as empresas registadas no serviço de registos UDDI e a respectiva resposta no
Excerto de Código 5.7.
Para se obter a lista detalhada dos serviços expostos pela plataforma especiﬁca-
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Figura 5.19: WSIG-Console: lista de serviços
Excerto de Código 5.6 Excerto de código do pedido SOAP findbusiness.
1 <?xml version="1.0" encoding="utf-8"?>
2 <soapenv:Envelope xmlns:soapenv="http://schemas.xmlsoap.org/soap/envelope/">
3 <soapenv:Body>
4 <find_business maxRows="100" generic="2.0" xmlns="urn:uddi-org:api_v2">




se a chave da empresa referente ao WSIG. O Excerto de Código 5.8 e o Excerto de
Código 5.9 apresentam o pedido e a resposta da lista de serviços da plataforma.
Para se obter a lista de operações de cada serviço tem de se efectuar um
pedido especiﬁcando a chave do serviço. O Excerto de Código 5.10 apresenta um
pedido e o Excerto de Código 5.11 a resposta.
5.2.8 Base de Dados das Empresas
Na Figura 26 do Anexo C apresenta-se o modelo EER da base de dados do sistema
que inclui a base de dados das empresas e a tabela backup de todas as negocia-
ções da plataforma. As relações entre tabelas são do tipo one-to-many identifying
relationship porque um elemento child só pode ser identiﬁcado a partir de um ele-
mento parent. As relações entre tabelas estão representadas utilizando a notação
Crow’s Foot proposta por Gordon Everest e popularizada por Clive Finkelstein,
em que as caixas são as entidades e as linhas entre as caixas são as relações
[75]. A base de dados das empresas é composta por treze tabelas, que estão re-
lacionadas entre si, através de foreign keys para manter a integridade de dados.
A informação relativa às empresas distribuidoras está armazenada nas tabelas
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Excerto de Código 5.7 Excerto de código da resposta SOAP findbusiness.
1 <?xml version="1.0" encoding="UTF-8"?>
2 <soapenv:Envelope xmlns:soapenv="http://schemas.xmlsoap.org/soap/envelope/">
3 <soapenv:Body xmlns="urn:uddi-org:api_v2">
4 <businessList generic="2.0" operator="jUDDI.org">
5 <businessInfos>
6 <businessInfo businessKey="7A7B3E00-00C5-11E1-BE00-979858722BD2">
7 <name>JADE WSIG add-on, Inc.</name>




















Excerto de Código 5.8 Excerto de código da resposta SOAP businessdetail.
1 <?xml version="1.0" encoding="utf-8"?>
2 <soapenv:Envelope xmlns:soapenv="http://schemas.xmlsoap.org/soap/envelope/">
3 <soapenv:Body>





categories, contexts, viewers, intervals e results_distributors. Os da-
dos das empresas produtoras são comportados pelas tabelas ads, ad_flights,
products e results_producers. As tabelas que são comuns aos dois tipos de
empresa são a profiles, login, enterprises e contracts. Na Figura 5.20 são
apresentados os routine groups e os stored procedures criados. Os stored proce-
dures foram agrupados de acordo com a sua ﬁnalidade: (i) suporte à criação de
gráﬁcos; (ii) armazenamento; e (iii) consulta de dados.
5.2.9 Base de Dados da Plataforma
Na Figura 26 da apresenta-se a tabela results_global que armazena o conjunto
mínimo de dados que permitem à plataforma recuperar os resultados de qualquer
negociação realizada. Para manter a integridade entre os identiﬁcadores das ta-
belas de resultados (results_distributors e results_producers) e da tabela
da plataforma results_global foram estabelecidas foreign keys. Existem dois
stored procedures relacionados com esta tabela: o SetResultsGlobal, que arma-
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Excerto de Código 5.9 Excerto de código da resposta SOAP businessdetail.
1 <?xml version="1.0" encoding="UTF-8"?>
2 <soapenv:Envelope xmlns:soapenv="http://schemas.xmlsoap.org/soap/envelope/">
3 <soapenv:Body xmlns="urn:uddi-org:api_v2">
4 <businessDetail generic="2.0" operator="jUDDI.org">
















21 <keyedReference keyName="fipaServiceName" keyValue="EnterpriseLayer"
22 tModelKey="UUID:A035A07C-F362-44dd-8F95-E2B134BF43B4"/>
23 <keyedReference keyName="KillAgent" keyValue="KillAgent"
24 tModelKey="UUID:A035A07C-F362-44dd-8F95-E2B134BF43B4"/>
25 <keyedReference keyName="fipaServiceName" keyValue="EnterpriseLayer"
26 tModelKey="UUID:A035A07C-F362-44dd-8F95-E2B134BF43B4"/>









Excerto de Código 5.10 Excerto de código do pedido SOAP servicedetail.
1 <?xml version="1.0" encoding="utf-8"?>
2 <soapenv:Envelope xmlns:soapenv="http://schemas.xmlsoap.org/soap/envelope/">
3 <soapenv:Body>





zena os dados de negociação, e o Graph_globalresults, que retorna os dados
necessários para a criação do gráﬁco dos resultados da plataforma – ver Figura
5.20.
5.3 Descrição de Funcionamento
Na Figura 5.10 da página 39 detalha-se a interacção entre os diversos componentes
desenvolvidos (agentes da plataforma e aplicações de interface externas). Toda a
comunicação entre componentes é efectuada através da exposição e consumo de
serviços Web. Neste contexto, o serviço de registo UDDI é um elemento funda-
mental para a pesquisa e descoberta dos serviços requeridos pelos utilizadores da
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Excerto de Código 5.11 Excerto de código da resposta SOAP servicedetail.
1 <soapenv:Envelope xmlns:soapenv="http://schemas.xmlsoap.org/soap/envelope/">
2 <soapenv:Body xmlns="urn:uddi-org:api_v2">
3 <serviceDetail generic="2.0" operator="jUDDI.org">
4 <businessService businessKey="7A7B3E00-00C5-11E1-BE00-979858722BD2"
5 serviceKey="F0FBA530-0E37-11E2-BEB9-A2B219180914">











17 <keyedReference keyName="fipaServiceName" keyValue="EnterpriseLayer"
18 tModelKey="UUID:A035A07C-F362-44dd-8F95-E2B134BF43B4"/>
19 <keyedReference keyName="KillAgent" keyValue="KillAgent"
20 tModelKey="UUID:A035A07C-F362-44dd-8F95-E2B134BF43B4"/>
21 <keyedReference keyName="fipaServiceName" keyValue="EnterpriseLayer"
22 tModelKey="UUID:A035A07C-F362-44dd-8F95-E2B134BF43B4"/>








Após o arranque, a plataforma contém os agentes responsáveis de cada ca-
mada: o InterfaceLayerAgent, EnterpriseLayerAgent e MarketLayerAgent. Os
dois primeiros agentes oferecem os mesmos tipos de serviços – Web ver Tabela
5.2 e Tabela 5.3. A operação CreateAgent permite a criação dos agentes de In-
terface das empresas registadas e autenticadas assinalada na Figura 5.21 com as
setas número dois e três. No caso da operação KillAgent apenas o responsável
pela camada a pode invocar.
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Figura 5.20: Base de dados - Stored Procedures
Uma vez criado o agente interface de uma empresa na camada Interface, a
comunicação das aplicações externas de interface efectua-se directamente com o
respectivo agente (ProducerInterface ou DistributorInterface). Caso se trate de
uma empresa produtora, passa a comunicar directamente com o seu agente de
interface como se ilustra através da seta número um da Figura 5.21. O agente de
interface fornece quatro acções: RemoveAd que permite remover um Ad a partir
do id, SetAdProfile que deﬁne o perﬁl de um Ad com um determinado id, SetAd
permite deﬁnir um Ad e GetAdResults permite retornar todos os resultados da
plataforma num ArrayList – ver Tabela 5.2. O agente de interface, caso seja
a primeira vez que comunica com o seu agente Enterprise, pede ao agente En-
terpriseLayerAgent para criar o agente representante da sua empresa na camada
Enterprise como se ilustra com a seta número sete da Figura 5.22. A partir desse
momento, os dois agentes passam a comunicar directamente como se representa
através na seta número oito da Figura 5.22.
Caso se trate da primeira vez que um distribuidor se autentica na plataforma,
requer ao agente InterfaceLayerAgent a criação do seu agente interface. Este
pedido encontra-se representado pela seta número 3. A partir deste momento
a comunicação entre a empresa e a plataforma é efectuada através do agente
de interface do distribuidor – ver seta número 4 da Figura 5.21. Este agente
expõe um serviço Web com as seguintes operações: SetViewerProfile permite
deﬁnir um perﬁl de um espectador; RemoveInterval que remove um intervalo
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Figura 5.21: Arquitectura da plataforma (parte 1)
da lista de intervalos activos através do id, SetInterval que deﬁne um inter-
valo, GetIntervalResults que retorna um ArrayList de todos os resultados e,
por ﬁm SetIntervalProfile que deﬁne um perﬁl de um intervalo mediante a
especiﬁcação do id do intervalo – ver Tabela 5.2.
Caso seja a primeira vez que o agente de interface comunica com a camada
Enterprise, solicita ao agente responsável pela camada a criação do agente re-
presentante da sua empresa (ProducerEnterprise ou DistributorEnterprise). Este
Figura 5.22: Arquitectura da plataforma (parte 2)
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pedido está identiﬁcado através da seta número 6 na Figura 5.22. A partir deste
momento o agente de interface passa a comunicar directamente com o agente
que representa a sua empresa na plataforma – ver seta número 4 da Figura 5.22.
Os agentes de interface apenas disponibilizam serviços para o exterior, i.e., são
intermediários na transferência de informação entre o utilizador e o agente que
modela a empresa e vice-versa.
O agente ProducerEnterprise tem um conjunto de acções que disponibiliza
especiﬁcamente aos seus agentes delegados da camada de mercado. Estas ope-
rações são: GetAdProfile para que o agente delegado obtenha o perﬁl de um
anúncio pelo seu id, SetAdResult que guarda os resultados da negociação de um
anúncio na camada de mercado, GetAd que permite ao agente delegado obter as
características do anúncio que vai negociar e, por ﬁm, GetProducts para devol-
ver aos distribuidores a lista de anúncios de produtos que satisfazem os requisitos
especiﬁcados. Na Tabela 5.3 listam-se as acções disponíveis.


















Enterprise Layer Agent KillAgent
CreateAgent
Se o agente ProducerEnterprise responder a um pedido GetProducts de um
distribuidor enviando as características de um anúncio de um produto, cria auto-
maticamente um agente delegado na camada mercado para negociar o anúncio em
questão. Este procedimento consiste no pedido de criação de um agente delegado
com o id do anúncio que vai ser negociado ao agente MarketLayer – assinalado
pela seta número onze da Figura 5.22. De seguida o agente delegado na camada
de mercado solicita, através da operação GetAd, a informação relativa ao anúncio
- assinalado pela seta número cinco na Figura 5.22.
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O agente DistributorEnterprise expõe um conjunto de acções que disponibiliza
especiﬁcamente aos seus agentes delegados da camada de mercado:
SetIntervalResult que guarda os resultados da negociação de um intervalo
provenientes da camada de mercado, GetIntervalProfile permite ao agente
delegado obter o perﬁl do intervalo mediante o id e, por ﬁm, o GetInterval
fornece ao agente delegado as características do intervalo a negociar. O agente
DistributorEnterprise solicita a criação de um agente MarketLayer assinalada
com a seta número dez na Figura 5.23. Uma vez criado o delegado, a comunica-
ção passa a ser directa como se representa através da seta número doze da Figura
5.23.
O agente responsável pela camada de mercado fornece três acções:
CreateProducerDelegate que permite criar um agente delegado de um produtor,
CreateDistributorDelegate que cria um agente delegado de um distribuidor e
SetMarketProtocol que deﬁne o protocolo da camada de mercado - ver a Tabela
5.4.
Tabela 5.4: Operações disponibilizadas pelos agentes Market
Operações
Market Layer Agent CreateProducerDelegate
CreateDistributorDelegate
SetMarketProtocol
Os agentes delegados da camada de mercado comunicam entre si utilizando o
Fixed ICNIP (FICNIP) para negociar o alinhamento de anúncios dos intervalos
Figura 5.23: Arquitectura da plataforma (parte 3)
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e apresentam os respectivos gráﬁcos de negociação - ver Figura 6.6 e Figura 6.7.
5.4 Conclusão
A plataforma permite carregar e descarregar dados das empresas através das apli-
cações de interface desenvolvidas e dos agentes da camada de interface. Interna-
mente, os agentes produtores e distribuidores encontram-se através de pesquisas
no UDDI, interagem consumindo os serviço Web criados e negoceiam no mercado
através da criação de agentes delegados de granularidade ﬁna.
A selecção dos anúncios a negociar é efectuada pelos produtores com base no
mecanismo de emparelhamento desenvolvido.
No capítulo seguinte detalha-se o conjunto de testes efectuado às funcionali-
dades assim como ao desempenho do sistema e analisam-se os resultados obtidos.
Capítulo 6
Testes e Resultados
Neste capítulo descrevem-se os testes de funcionamento da plataforma e de de-
sempenho do sistema e, por último, analisam-se os resultados obtidos.
6.1 Funcionalidades da Plataforma
O teste das funcionalidades da plataforma encontra-se organizado em três cená-
rios: (i) teste da selecção de anúncios; (ii) teste das tácticas de negociação; e (iii)
teste do protocolo de negociação. O primeiro cenário ilustra a selecção do anún-
cio que os agentes produtores fazem quando são convidados por um distribuidor
a negociar. O segundo cenário envolve um distribuidor e cinco produtores com
anúncios compatíveis com o intervalo de um espectador. Os vários produtores
dispõem-se a pagar valores mínimos e máximos idênticos pela transmissão dos
respectivos anúncios, mas possuem tácticas de negociação distintas. No terceiro
cenário lançam-se na plataforma um distribuidor e dois produtores. Cada produ-
tor possui um anúncio compatível com o perﬁl do espectador. Os dois produtores
dispõem-se a pagar valores máximos e mínimos diferentes pela transmissão dos
respectivos anúncios e possuem a mesma táctica de negociação.
A plataforma arranca apresentando os agentes InterfaceLayer, Enterprise-
Layer e MarketLayer de controlo das camadas e os agentes de suporte da plata-
forma JADE – ver a Figura 6.1 – 1.
Existem duas possibilidades de adicionar empresas à plataforma desenvolvida.
A primeira consiste na utilização da aplicação GUI stand-alone e a segunda na
WebApp. Independentemente da aplicação escolhida, as funcionalidades da inter-
face disponibilizadas são as mesmas. O primeiro passo consiste na autenticação
do utilizador. A autenticação com sucesso do utilizador permite criar na pla-
taforma representantes de empresas produtoras, distribuidoras ou mercados. O
61
62 CAPÍTULO 6. TESTES E RESULTADOS
pedido de criação do conjunto dos representantes de uma empresa na plataforma
desencadeia o processo referido na Secção 5.2.3. O conjunto de operações Web
envolvidas dependem do tipo de empresa e estão apresentadas na Tabela 5.2.
O segundo passo consiste no envio para a plataforma dos dados referentes aos
anúncios e intervalos conforme se trate de produtores ou distribuidores. Existem
duas modalidades de realização desta tarefa: (i) a invocação do serviço Web do
agente de interface correspondente, passando-lhe o conjunto de dados pretendido;
e (ii) o carregamento de um ﬁcheiro XML com os dados. Neste segundo caso, o
ﬁcheiro XML é interpretado e os seus dados são mapeados através da utilização
do JAXB para objectos da ontologia MultiMediaBrokerage que, de seguida, são
transmitidos utilizando a primeira modalidade.
6.1.1 Teste de Selecção de Anúncios
Este teste foi deﬁnido de forma a avaliar as duas métricas de selecção de anún-
cios implementadas: o emparelhamento baseado na comparação da característica
dominante e o emparelhamento baseado no cálculo da similaridade.
Neste teste foram criadas uma empresa produtora e uma empresa distribui-
dora. À empresa produtora são adicionados dois anúncios com perﬁs diferentes.
À empresa distribuidora é adicionado um intervalo relativo a um espectador com
um dado perﬁl e contexto (programa).
Foram utilizados os dados de autenticação apresentados na Tabela 6.1 e os
perﬁs de anúncio da Tabela 6.2.
Tabela 6.1: Cenário 1: dados de autenticação
Tipo de Empresa Nome da Empresa Nome do Utilizador Senha
Producer Prod001 marco veloso
Distributor Dist001 paulo veloso




A Tabela 6.3 contém as características do intervalo a preencher.
Tabela 6.3: Cenário 1: características do intervalo
Duração (s) Empresa Perﬁl Preço Ref. (e) Preço Max. (e)
10 Dist001 415321202322464 25 90
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Na Tabela 6.4 apresentam-se o perﬁl e contexto do espectador. Este cenário
Tabela 6.4: Cenário 1: perﬁl e contexto do espectador
Empresa Perﬁl Canal Programa Perﬁl Programa
Dist001 104351267334794 Discovery MythBusters 826492673411245
foi utilizado para testar as duas métricas.
Da aplicação da Equação 3.1 e da Equação 3.2 aos dois anúncios da empresa
produtora resultam os valores de similaridade apresentados na Tabela 6.5. A
empresa produtora face a estes resultados escolhe negociar o anúncio da Ferrari.
Tabela 6.5: Cenário 1: resultados da determinação da similaridade
Similaridade Distância Nível Satisfação
Ferrari 0.431 1.066 1
Jaguar 0.379 1.114 1
Da comparação entre o valor da característica dominante do intervalo e os
valores correspondentes dos anúncios da empresa produtora, resultam os valores
apresentados na Tabela 6.6. Neste caso, a empresa produtora escolhe negociar o
anúncio da Jaguar.
Tabela 6.6: Cenário 1: resultados da comparação da característica dominante
Viewer Dom. Char. Ad Dom. Char. Nível Satisfação
Ferrari 7 6 2
Jaguar 7 8 3
Se da aplicação das métricas resultasse um empate entre anúncios proceder-
se-ia à escolha aleatória de um anúncio.
As duas métricas obtiveram resultados diferentes. A similaridade dos cos-
senos é mais robusta do que abordagem baseada na característica dominante
devido a inexistência de um histórico que permita representar adequadamente as
características do espectador.
6.1.2 Teste de Tácticas de Negociação
Criam-se seis instâncias de agentes de interface correspondentes a uma empresa
distribuidora e cinco empresas produtoras com os dados de autenticação e de
empresa, apresentados na Tabela 6.7.
Os agentes de interface encarregam-se, por sua vez, de solicitar ao agente
responsável pela segunda camada a criação dos respectivos agentes de empresa
com as características deﬁnidas.
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Tabela 6.7: Cenário 2: dados de autenticação
Tipo de Empresa Nome da Empresa Nome do Utilizador Senha
Producer Prod001 marco veloso
Producer Prod002 miguel veloso
Producer Prod003 tiago veloso
Producer Prod004 ﬂavio veloso
Producer Prod005 nuno veloso
Distributor Dist001 paulo veloso
Cada empresa produtora submete via agente de interface ao seu agente de
empresa um anúncio com os parâmetros apresentados na Tabela 6.8.
Tabela 6.8: Cenário 2: dados dos anúncios
Produto Ferrari Porsche Toyota LandRover Mazda
Empresa Prod001 Prod002 Prod003 Produ004 Prod005
Preço Ref. (e) 10 10 10 10 30
Preço Max. (e) 50 50 50 50 50
Protocolo FICNIP FICNIP FICNIP FICNIP FICNIP
Táctica Quadratic Exponential Linear Random None
Duração (s) 10 9 10 10 10
A empresa distribuidora envia ao seu agente de empresa, através do seu agente
de interface, os dados relativos ao intervalo e aos perﬁs do espectador e do seu
contexto (programa). Esta informação é apresentada na Tabela 6.10 e na Tabela
6.9. Na Figura 6.1 – 2 apresenta-se o conjunto de agentes criados da plataforma.
Tabela 6.9: Cenário 2: dados do intervalo
Duração (s) Empresa Perﬁl Preço Ref. (e) Preço Max. (e)
50 Dist001 833474675631536 25 90
Tabela 6.10: Cenário 2: dados do espectador
Empresa Perﬁl Canal Programa Perﬁl Programa
Dist001 950567777851928 Discovery MythBusters 826492673411245
Os resultados da negociação de cada anúncio são apresentados na Tabela 6.11
e a Figura 6.3 e a Figura 6.2 apresentam os respectivos gráﬁcos. Estes resultados
demonstram o correcto funcionamento do protocolo de negociação.
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Figura 6.1: Plataforma Jade: agentes registados na plataforma.
Figura 6.2: Gráﬁcos da negociação dos produtores.
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Tabela 6.11: Cenário 2: resultados da negociação
Ferrari Porsche Toyota LandRover Mazda
Preço Negociado (e) 50.0 50.0 45.0 49.3 30.0
Figura 6.3: Plataforma Jade: gráﬁcos referentes à negociação de um intervalo.
O produtor que oferece 50 e pela transmissão do seu anúncio da Ferrari é
o primeiro vencedor devido à sua táctica de ajustamento de preço ser do tipo
quadratic. Logo, o seu delegado é o primeiro que se desregista da plataforma e o
primeiro a preencher parte do intervalo disponível. O segundo produtor a colocar
um anúncio no intervalo é o produtor que utiliza uma táctica de negociação
do tipo exponential e que se dispõe a pagar 50 e pela transmissão do anúncio
da Porsche. A terceira táctica de negociação a conseguir ocupar uma parte do
intervalo foi a do produtor do anúncio da Toyota que atingiu um preço de 45 e. O
quarto produtor a conseguir uma parte do intervalo foi o que fornece o anúncio da
LandRover. Este produtor adoptou uma táctica de negociação random oferecendo
49.3 e. Por ﬁm o produtor com um anúncio da Mazda ocupou o quinto lugar no
intervalo com um valor oferecido de 30 e.
6.1.3 Teste do Protocolo de Negociação
Foi efectuado um segundo teste com o objectivo de analisar o comportamento da
plataforma com dois anúncios com a mesma táctica de negociação e com preços
limite diferentes. O sistema arranca com os agentes responsáveis pelas camada
InterfaceLayer, EnterpriseLayer, MarketLayer e com os agentes de suporte da
plataforma JADE. De seguida, criaram-se três instâncias das aplicações exter-
nas de interface com a plataforma, especiﬁcando-se os dados de utilizador e de
empresa apresentados na Tabela 6.12.
Cada produtor adicionou ao seu agente representante na plataforma um anún-
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Tabela 6.12: Cenário 3: dados de autenticação
Tipo de Empresa Nome da Empresa Nome Utilizador Palavra Chave
Producer Prod001 marco veloso
Producer Prod002 miguel veloso
Distributor Dist001 paulo veloso
cio com os parâmetros apresentados na Tabela 6.13.
Tabela 6.13: Cenário 3: dados dos anúncios
Produto Jaguar Porsche
Empresa Prod001 Prod002
Preço Ref. (e) 15 10
Preço Max. (e) 90 50
Protocolo FICNIP FICNIP
Táctica Exponential Exponential
Duração (s) 10 10
O distribuidor adicionou ao seu agente representante na plataforma um inter-
valo e um espectador com os perﬁs da Tabela 6.15 e da Tabela 6.14.
Tabela 6.14: Cenário 3: dados do intervalo
Duração (s) Empresa Perﬁl Preço Ref. (e) Preço Max. (e)
50 Dist001 833474675631536 25 90
Tabela 6.15: Cenário 3: dados do espectador
Empresa Perﬁl Canal Programa Perﬁl Programa
Dist001 950567777851928 Discovery MythBusters 826492673411245
O agente distribuidor procura no UDDI agentes produtores para negociar o
preenchimento do intervalo e encontra cinco candidatos. De seguida, solicita-lhes
anúncios com as características do intervalo, dando origem ao procedimento de
selecção de anúncios descrito na secção anterior. Os cinco produtores respondem
favoravelmente, lançando no mercado os seus delegados. Por sua vez, o distri-
buidor cria o seu delegado na camada de mercado, dando início à negociação.
Na Figura 6.5 está apresentado um diagrama de sequência que ilustra uma
negociação. Neste exemplo, apresentam-se dois produtores e duas iterações no
protocolo FICNIP. O primeiro passo consiste no envio pelo distribuidor de uma
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Figura 6.4: Diagrama de sequência referente à negociação (parte 1).
Figura 6.5: Diagrama de sequência referente à negociação (parte 2).
mensagem de CFP aos produtores. Os produtores respondem com Proposal
Negotiation e, no ﬁnal das iterações previstas, é enviado um accept-proposal
ao vencedor da negociação e um reject-proposal ao produtor perdedor.
Os resultados da negociação para cada anúncio estão apresentados na Tabela
6.16 e na Figura 6.7 e na Figura 6.6 apresentam-se os respectivos gráﬁcos. Es-
tes resultados demonstram o correcto funcionamento do protocolo de negociação
quando existem produtores com a mesma táctica e com preços limite distintos.
O produtor do anúncio da Jaguar é o primeiro a oferecer 90 e. Por ﬁm, o
produtor com o anúncio da Porsche apesar de oferecer 50 e pela transmissão
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Figura 6.6: Gráﬁcos da negociação dos produtores.
Figura 6.7: Plataforma Jade: gráﬁcos referentes à negociação dos distribuidores.
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Figura 6.8: Java Sniﬀer: protocolo de negociação.
não conseguiu colocar o anúncio porque o intervalo apenas continha um timeslot
disponível de 10 s.
6.1.4 Depuração
A depuração é um processo demorado e trabalhoso que se destina a encontrar e
solucionar problemas de codiﬁcação. Para se realizar a depuração da plataforma
adoptaram-se apenas duas ferramentas: o modo Debug do IDE NetBeans e a
aplicação Java Sniﬀer v2.7 desenvolvida pela Rockwell Automation que se apre-
senta na Figura 6.8. Através destas duas ferramentas veriﬁcou-se, por um lado
que os objectos da ontologia são adequados à negociação e, por outro lado, que
o protocolo de negociação funciona correctamente.
Quando se procedeu à integração do código da plataforma realizado no âm-
bito de [1], surgiram alguns problemas. Após várias execuções com as mesmas
condições iniciais, foi detectado um problema associado à táctica de negociação
random. Se o agente com táctica random tiver efectuado a melhor proposta até
ao momento e na última iteração efectuar uma proposta de valor inferior, as men-
sagens ﬁnais do protocolo não são correctamente enviadas (accept-proposal e
reject-proposal). Para ultrapassar este problema foi necessário enviar uma
mensagem de reject-proposal aos agentes bloqueados, libertando-os para con-
tinuar a negociar.
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Figura 6.9: Desempenho da plataforma: Hot spots
Figura 6.10: Desempenho da plataforma: JVM Memory Heap
6.2 Desempenho da Plataforma
Para analisar o desempenho da plataforma em tempo de execução foi criado um
proﬁle da plataforma. Esta operação permite analisar diversos aspectos do de-
sempenho da plataforma. Em primeiro lugar identiﬁcaram-se os hot spots da
plataforma. Na Figura 6.9 veriﬁca-se que o sistema tem um hot spot associado ao
java.lang.Object.wait. Este hot spot é provocado pelos tempos de espera in-
troduzidos pelas seguintes operações: (i) registo de um agente na camada inferior
no UDDI (250 ms); e (ii) comunicação entre agentes através do WSIG.
Em segundo lugar analisou-se o comportamento da pilha da memória (me-
mory heap) da Java Virtual Machine. Esta análise permite detectar a existência
de memory leaks e veriﬁcar a taxa de utilização de memória durante o curso de
uma negociação envolvendo seis agentes em simultâneo. Na Figura 6.10 constata-
se que entre o instante 00:01:43 e o instante 00:01:45 existiu um acréscimo subs-
tancial de utilização de memória. O principal motivo foi a criação de uma JFra-
me/agente para apresentar o gráﬁco da negociação. Isto é, foram criadas um total
de seis janelas seguidas de uma janela adicional contendo o gráﬁco do preenchi-
mento do intervalo. Caso ocorresse um aumento da memória utilizada estando a
plataforma parada, isso indicaria a existência de um memory leak.
Em terceiro lugar veriﬁcou-se o correcto funcionamento do Java garbage col-
lector. Este teste permite veriﬁcar a eﬁcácia na desalocação de memória de ob-
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Figura 6.11: Desempenho da plataforma: Memory Garbage Collection
Figura 6.12: Desempenho da plataforma: Threads/Classes
jectos obsoletos. Em sistemas onde o número de componentes pode variar muito
rapidamente, e.g., de alguns agentes para várias centenas ou milhares de agen-
tes, a correcta libertação da memória é crítica. Na Figura 6.11 veriﬁca-se que
entre o instante 00:01:43 e o instante 00:01:44 ocorre um aumento do tempo uti-
lizado pelo garbage collector. Este facto coincide com a libertação da memória
dos objectos criados pelo Drools para executar as regras de inferência.
Por último veriﬁcou-se o volume de threads criadas e de classes carregadas. Na
Figura 6.12 constata-se que são carregadas mais de cinco mil classes e são criadas
cerca de quarenta threads. No ﬁnal da negociação, à medida que são eliminados os
agentes delegados, veriﬁca-se uma diminuição do número de threads. Na Figura
6.13 detalham-se as threads relacionadas com os agentes delegados da camada
mercado. Como se pode observar, a maior parte do tempo as threads estão
em modo wait (cor amarela), estando durante alguns momentos em modo de
execução (cor verde) ou em modo de monitorização (cor vermelha).
6.3 Conclusão
Neste capítulo foram descritos três cenários de teste que ilustram o correcto
funcionamento da plataforma: a selecção de anúncios, a aplicação de tácticas e a
implementação do protocolo de negociação.
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Figura 6.13: Desempenho da plataforma: Threads
Por último, foi efectuada uma análise ao desempenho da plataforma em re-
lação a pontos críticos, à utilização e libertação de memória e à execução de
threads.
No capítulo seguinte apresenta-se o balanço do projecto realizado, identiﬁcam-




Neste capítulo é apresentado o balanço do trabalho desenvolvido, os possíveis de-
senvolvimentos futuros e as conclusões ﬁnais.
7.1 Balanço
O balanço do projecto desenvolvido no âmbito desta tese é muito positivo dado
que os objectivos propostos foram todos alcançados e, em alguns casos, até su-
perados. Neste projecto foi adoptada uma perspectiva top-down uma vez que
o desenvolvimento da camada de mercado estava em curso [1]. Esta estratégia
funcionou bem durante dois terços do desenvolvimento. Apenas no momento da
integração desta camada na plataforma surgiram questões de índole estrutural,
de representação de conhecimento e ao nível do protocolo de negociação. Foi
então necessário proceder a uma adaptação do código cedido para ultrapassar os
problemas identiﬁcados.
Foram criadas ontologias de representação dos perﬁs do espectador e progra-
mas – a ontologia BBC – inspirada na classiﬁcação de programas adoptada no
site da BBC e dos anúncios – a ontologia Ads – baseada nos classiﬁcados das
Páginas Amarelas. A ontologia da plataforma foi completada com todos os con-
ceitos de suporte à interface externa com a plataforma, à representação de perﬁs
e aos novos tipos de agentes criados.
No âmbito da plataforma concebeu-se e implementou-se a camada de inter-
face e enriqueceu-se a camada intermédia com o conjunto de funcionalidades de
suporte ao carregamento e descarregamento de informação de e para as empre-
sas assim como a determinação da similaridade entre perﬁs. A determinação da
similaridade baseada na característica do intervalo é uma contribuição original
deste trabalho. Na camada de modelação de empresas foi utilizado um sistema de
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regras de inferência com base na API Drools que utiliza como suporte o algoritmo
Rete. Esta decisão permitiu separar a lógica da inferência da similaridade entre
perﬁs do restante código.
Por último foram desenvolvidas duas aplicações externas a SAApp e a We-
bApp de interface com a plataforma destinadas às empresas registadas.
7.2 Desenvolvimentos Futuros
A migração da plataforma para um serviço do tipo Platform-as-a-Service (PaaS)
é uma evolução que aumentaria a escalabilidade e a robustez do sistema. Dado
que a plataforma já utiliza interfaces do tipo serviço Web esta operação deverá
ser transparente.
A nível das aplicações de interface, a carga e descarga de documentos XML
contendo listas de anúncios, intervalos e resultados agilizaria estas operações de
interface.
Apesar de estar fora do âmbito desta tese, a modelação dos espectadores dos
programas e dos anúncios pode ser aperfeiçoada. As ontologias deﬁnidas para
representar estas entidades deverão ser reﬁnadas para contemplar novos aspec-
tos. Por exemplo, a construção do perﬁl do espectador deverá levar em conta
o histórico das interacções com a empresa distribuidora, incluindo os programas
vistos (tipo e duração), os sites Web visitados, dados de contexto do espectador
(contexto pessoal, temporal, cultural e de localização) e preferências expressas.
Também os programas podem ser classiﬁcados colaborativamente pelos especta-
dores de forma explicita ou através de comentários nas redes sociais.
O mapeamento realizado entre a ontologia dos anúncios e a ontologia dos
programas pode ser melhorado. Actualmente, efectua-se o mapeamento directo
entre características das duas ontologias e o mapeamento entre características dos
anúncios e subcaracterísticas dos programas. Neste último caso o mapeamento é
efectuado entre a característica do anúncio e a subcaracterística correspondente
com valor mais elevado. Alternativamente, poder-se-ia atribuir o valor médio de
todas as subcaracterísticas correspondentes.
No contexto da determinação da similaridade entre perﬁs de intervalos e anún-
cios pode ser introduzido um mecanismo de escolha inesperada de conteúdos
(serendipity), provocando uma sensação de novidade e de imprevisibilidade ao
espectador. No caso da determinação da similaridade baseada na característica
dominante, pode-se seleccionar não apenas a característica dominante mas, e.g.,
o conjunto das cinco principais características do intervalo, permitindo escolher
anúncios mais conformes com o perﬁl do espectador.
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O agrupamento de espectadores em clusters permitiria libertar recursos e
melhorar o tempo de resposta da plataforma através da reutilização dos intervalos
entre espectadores do mesmo cluster.
O mecanismo de preenchimento dos intervalos suportado pela camada de mer-
cado não garante o preenchimento da totalidade dos intervalos. Uma sugestão
seria adoptar modelos genéricos de intervalo ou implementar heurísticas que as-
segurem o preenchimento na totalidade dos intervalos.
7.3 Conclusão
Embora se tenha obtido sucesso no cumprimento de todos os objectivos estabele-
cidos e superado alguns pontos, existe ainda um extenso trabalho a realizar para
tornar esta plataforma mais versátil e mais completa em termos de funcionalida-
des.
O cumprimento integral dos objectivos estabelecidos permitiu desenvolver um
protótipo funcional que prova a tese inicial. No entanto, dada a complexidade
do domínio de aplicação existem múltiplas oportunidades de melhoria. A cons-
trução da plataforma de personalização de anúncios prossegue, desenvolvendo-se
actualmente esforços no âmbito da criação e manutenção automática dos perﬁs
dos utilizadores incluindo informação contextual.
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Anexo A Diagramas de Sequência
Figura 1: Diagrama de sequência: GetAdResult
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Figura 2: Diagrama de sequência: CreateAgent
Figura 3: Diagrama de sequência: GetIntervalResult
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Figura 4: Diagrama de sequência: GraphAdHistogram
Figura 5: Diagrama de sequência: GraphAdResult
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Figura 6: Diagrama de sequência: GraphGlobalResult
Figura 7: Diagrama de sequência: GraphIntervalResult
Figura 8: Diagrama de sequência: GraphViewer
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Figura 9: Diagrama de sequência: KillAgent
Figura 10: Diagrama de sequência: Login
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Figura 11: Diagrama de sequência: SetAd
Figura 12: Diagrama de sequência: SetAdProfile
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Figura 13: Diagrama de sequência: SetAdXml
Figura 14: Diagrama de sequência: SetInterval
96 ANEXO A DIAGRAMAS DE SEQUÊNCIA
Figura 15: Diagrama de sequência: SetIntervalProfile
Figura 16: Diagrama de sequência: SetIntervalXml
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Figura 17: Diagrama de sequência: SetMarketProtocol
Figura 18: Diagrama de sequência: SetViewerProfile

Anexo B Diagramas de Casos de
Uso
Figura 19: Diagrama de caso de uso: DistributorEnterprise
Figura 20: Diagrama de caso de uso: DistributorInterface
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100 ANEXO B DIAGRAMAS DE CASOS DE USO
Figura 21: Diagrama de caso de uso: EnterpriseLayer
Figura 22: Diagrama de caso de uso: InterfaceLayer
Figura 23: Diagrama de caso de uso: MarketLayer
Figura 24: Diagrama de caso de uso: ProducerEnterprise
Figura 25: Diagrama de caso de uso: ProducerInterface
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