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Abstrakt
Cílem práce bylo popsat jednotlivé varianty dámy a poté si jednu variantu vybrat k im-
plementaci a provést její objektoveˇ orientovanou analýzu. Jako výsledek vznikla aplikace
s uživatelským rozhraním, kdy je možné si nastavit u jednotlivých souperˇu˚ umeˇlou inte-
ligenci a také je možné dodatecˇneˇ hru uložit, cˇi nacˇíst.
Klícˇová slova: Dáma, teorie her, truel, umeˇlá inteligence, Minimax, Negamax, popis
implementace, bakalárˇská práce
Abstract
The main aim of this thesis was to describe single variations of board game Checkers
and then to choose one of these variations for implementation and create object-oriented
analysis for this implementation. As result, the application with user interface was cre-
ated, where you are able to set possibility of artificial intelligence for your rivals and in
addition, you’ve got possibility to save or load your game.
Keywords: Checkers, game theory, truel, artificial intelligence, Minimax, Negamax, im-
plementation description, bachelor’s thesis
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21 Úvod
V dnešní moderní dobeˇ se ztrácí mnoho aktivit, které v minulosti byly beˇžné. Prˇíkladem
mu˚že být naprˇíklad cˇtení knih, které vystrˇídalo sledování televize, cˇi jiné aktivity na in-
ternetu. Hraní deskových her je ale stále ješteˇ oblíbené u velké skupiny lidí, at’ už se jedná
o šachy, cˇi jiné varianty deskových her. Tato práce se konkrétneˇ bude zabývat deskovou
hrou Dáma, která je také známa pod anglickým názvem Checkers.
V Cˇeské republice je nejvíce známa naše klasická verze dámy, acˇkoliv existuje také
mnoho jiných zahranicˇních verzí, které v této práci zmíním. Hlavním tématem této práce
ovšem bude Dáma pro trˇi hrácˇe, kterou jsem si zvolil k implementaci v programovacím
jazyce C#. Mimo jiné bude práce taktéž obsahovat objektoveˇ orientovanou analýzu s vy-
užitím návrhových vzoru˚ a bude zde popsáno celkové rˇešení mé implementace.
32 Dáma
Dáma je desková hra, která je obvykle hrána na cˇtvercové šachovnici ru˚zných rozmeˇru˚.
Pohyb herních kamenu˚ je veˇtšinou povolen diagonálneˇ vprˇed a zajímání je povoleno
jejich prˇeskokem. Pokud se herní kámen dostane na konec herního plánu, je povýšen na
dámu a získává speciální vlastnosti.
Jak bylo již ale v úvodu zmíneˇno, existuje na sveˇteˇ mnoho variant této deskové hry,
kdy se jednotlivé varianty liší ru˚znými zpu˚soby. Veˇtšinou se jedná o rozmeˇry herního
plánu, jeho tvar, pohyby herních kamenu˚, cˇi styl jejich zajímání. Neˇkdy jsou zmeˇny od
tradicˇní dámy tak rozsáhlé, že by se dalo diskutovat o tom, zda se nejedná o jinou hru.
Následující strucˇný popis jednotlivých verzí dámy vychází z knihy „Velká knihy des-
kových her od Miloše Zapletala“ [7].
Cˇeská dáma
Jedná se o klasickou verzi dámy pro dva hrácˇe, kde na šachovnici o velikosti 8 × 8 je
umísteˇno 8 cˇerných a 8 bílých herních kamenu˚ na tmavých polích ve dvou rˇadách na
opacˇných koncích šachovnice (viz obr. 1). Na tahu je jako první bílý, poté dochází k pra-
videlnému strˇídání. Pohyb herních kamenu˚ je povolen pouze šikmo po tmavých polích
bud’ doprava nebo doleva o jedno pole vprˇed. Prˇeskoky kamenu˚ jsou povinné a jsou
povoleny jednoduché i neˇkolikanásobné prˇeskoky. Pokud se kámen dostane na opacˇný
konec šachovnice, tak je povýšen na dámu a mu˚že se pohybovat neomezeneˇ ve všech
smeˇrech šikmo po cˇerných polích. Víteˇzem je hrácˇ, který zajme všechny souperˇovy herní
kameny.
Anglická dáma
V Anglii je tato verze dámy známa pod názvem draughts. Od cˇeské dámy se liší v pocˇtu
herních kamenu˚, který je zvýšen na 12. Dále jsou kameny, které dojdou na opacˇný ko-
nec šachovnice povyšovány na krále, který se mu˚že pohybovat všemi smeˇry, ale pouze
o jedno pole. Král také prˇi skákání nemusí uprˇednostnit vícenásobný skok prˇed jedno-
duchým, ale pokud se pro neˇj rozhodne, tak ho musí provést až do konce.
Turecká dáma
Herní plocha je klasicky 8× 8, acˇkoliv všechna pole jsou bílá. Ve hrˇe je 16 bílých a 16 cˇer-
ných herních kamenu˚, které jsou nazývány keny a jsou umísteˇny v druhé a trˇetí rˇadeˇ
pro bílého hrácˇe, a poté v šesté a sedmé pro cˇerného. Pohyb je povolen ortogonálneˇ smeˇ-
rem doprˇedu, nalevo a napravo. Když herní kámen dojde na konec herního plánu, tak
je povýšen na perce. Pohyb perce platí do všech cˇtyrˇ smeˇru˚ a je neomezený. U prˇeskoku˚
percem jsou herní kameny okamžiteˇ odstraneˇny z plochy, což znamená, že pokud má
perc prˇed sebou i za sebou v jedné rˇadeˇ souperˇovy kameny, mu˚že zajmout jedním tahem
oba souperˇovy kameny.
4Obrázek 1: Cˇeská dáma [7]
Žravá dáma
Pohyb herních kamenu˚ se rˇídí klasicky pravidly cˇeské dámy. Jediný rozdíl je v cíli hry,
kdy hrácˇ nemá za úkol zajmout všechny souperˇovy kameny, ale naopak si musí nechat
zajmout všechny vlastní kameny.
Mezinárodní dáma
Hraje se na herní ploše 10 × 10. Oba hrácˇi mají k dispozici 20 herních kamenu˚, které
jsou rozestaveny na cˇerných polích v prvních a posledních cˇtyrˇech rˇadách. Pohyb her-
ních kamenu˚ je stejný jako u cˇeské dámy, až na prˇeskoky, které lze provádeˇt i smeˇrem
dozadu. Hrácˇ musí provést tah herním kamenem, kterého se dotkl nejdrˇíve. Prˇeskoky
herních kamenu˚ jsou povinné a vždy je nutno provést tah s herním kamenem, který je
schopen udeˇlat nejvíce prˇeskoku˚. Pokud hrácˇ neprovede povinný skok, souperˇ smí hrácˇe
vyzvat k dokoncˇení tahu, jinak bude prˇeskok promlcˇen. Zbytek pravidel pohybu herních
kamenu˚ lze aplikovat z tradicˇní cˇeské dámy. Na mezinárodní dámu je také nastaveno
cˇasové omezení 50 tahu˚ za 2 hodiny.
Rohová dáma
Hraje se na stejné herní ploše jako Mezinárodní dáma. Herní plocha je ovšem otocˇená
rohy k hrácˇu˚m a herní kameny jsou opeˇt rozestaveny na bílých polích v prvních a po-
sledních cˇtyrˇech rˇadách viz obrázek 2. Veˇtšinu pravidel lze opeˇt aplikovat z mezinárodní
dámy, až na neˇkteré výjimky. Kameny postupují doprˇedu, doleva nebo doprava. Povy-
šování na dámu lze provést pouze na dvou polích v proteˇjším rohu herního plánu.
Dvacet proti deseti
Rˇídí se opeˇt stejnými pravidly jako Mezinárodní dáma. Rozdíly od mezinárodní dámy
jsou, že cˇerný hrácˇ má pouze 10 herních kamenu˚, zatímco bílý jich má 20. Tato nevýhoda
je vyrovnána pravidlem, které umožnˇuje cˇernému hrácˇi vždy táhnout dvakrát, než je na
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Obrázek 3: Strˇedoveˇká bitva [7]
rˇadeˇ bílý hrácˇ. Víteˇzství bílého nastává v prˇípadeˇ, že dokáže cˇerného zablokovat tak, že
nemu˚že provést dva po sobeˇ jdoucí tahy, prˇicˇemž cˇerný se snaží zajmout všechny herní
kameny protivníka.
Strˇedoveˇká bitva
Herní plochou je opeˇt cˇtvercová šachovnice 8 × 8. Oba hrácˇi mají k dispozici 10 peˇšáku˚
a 5 rytírˇu˚, kterˇí jsou rozmísteˇni, jak je uvedeno na obrázku 3. Peˇšáci se pohybují jako kla-
sické kameny v dámeˇ, prˇicˇemž rytírˇi se pohybují ortogonálneˇ smeˇrem doprˇedu, doleva
a doprava. Na opacˇné straneˇ šachovnice se peˇšák promeˇní ve velitele a má standardní
pohybové vlastností dámy. Rytírˇ je povyšován na krále, který má pohybové vlastnosti
dámy v šachu.
Jezdecká dáma
Dvacet bílých a cˇerných jezdcu˚ je rozestaveno na herním plánu 8×8 v trˇetí, cˇtvrté, sedmé
a osmé rˇadeˇ viz obrázek 4. Jezdci mají pohybové vlastnosti jako jezdec v šachu, ale musí
6Obrázek 4: Jezdecká dáma [7]
se vždy pohybovat vprˇed. Na konci herního plánu se jezdec meˇní na dámu, která má
stejné pohybové vlastnosti jako jezdec, ale smí se pohybovat všemi smeˇry. Prˇeskoky her-
ních kamenu˚ probíhají tak, že se jezdec, cˇi dáma dostane na pole, kde je souperˇu˚v jezdec
a odtud skácˇe znovu na další pozici. Až poté je souperˇu˚v herní kámen odstraneˇn z hrací
plochy. Vícenásobné prˇeskoky jsou zde také povoleny.
Dám
Tato verze dámy se hraje na herním plánu 12 × 12 a oba hrácˇi mají k dispozici 30 her-
ních kamenu˚ rozestavených v prvních a posledních peˇti rˇadách na bílých polích. Herní
kameny se pohybují pouze o jedno pole úhloprˇícˇneˇ vprˇed i vzad. Prˇi postupu na konec
herního plánu se herní kámen meˇní na dámu, která se pohybuje úhloprˇícˇneˇ bez omezení
na pocˇet polí. Prˇeskoky dámy probíhají klasickým zpu˚sobem až na výjimku, kdy je dáma
schopna prˇeskocˇit všechny herní kameny souperˇe na diagonále, pokud je poslední pole
této diagonály volné.
Alquerque
Herní plán má rozmeˇry 5 × 5 a je složen z šesti úhloprˇícˇných, peˇti svislých a peˇti vodo-
rovných cˇar. Oba hrácˇi mají k dispozici 12 herních kamenu˚ které se mohou pohybovat
doprˇedu i dozadu, ale jen ve smeˇru cˇar. Prˇeskoky fungují jako u cˇeské dámy.
Cˇoko
Jedná se o hru ze Srí Lanky, která má princip dámy, ale celkoveˇ probíhá ve dvou fázích.
Hraje se na herním plánu 5×5, kdy každé pole herního plánu je du˚lek v pu˚deˇ. Jeden hrácˇ
má 12 krátkých a druhý 12 dlouhých hu˚lek. V první fázi hry hrácˇi postupneˇ zapichují
hu˚lky do prázdných polí a když se jeden z hrácˇu˚ rozhodne první fázi hry ukoncˇit, tak
to oznámí svému souperˇi. Poté oba hrácˇi ješteˇ umístí poslední hu˚lku do herního plánu
a zbylé odloží. Pohyb hu˚lek je ortogonální a jsou povoleny pouze jednoduché prˇeskoky.
Prˇi prˇeskoku má hrácˇ právo vyrˇadit jak prˇeskocˇenou hu˚lku, tak také další hu˚lku dalšího
výbeˇru. Hra pokracˇuje dokud jeden z hrácˇu˚ neztratí všechny hu˚lky, nebo pokud obeˇma
hrácˇu˚m nezu˚stane pouze po jedné hu˚lce.
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Africká dáma
Herní plán a výchozí situace je vyznacˇena na obrázku 5. Jako hrací kameny se používá
40 malých sveˇtlých a 40 tmavých hu˚lek, a poté je k dispozici 5 velkých sveˇtlých, a také
tmavých hu˚lek. Hu˚lky se opeˇt pohybují ve smeˇru cˇar a provádeˇjí v tomto smeˇru také
prˇeskoky. Pokud se hu˚lka dostane na opacˇný konec herního plánu, tak je povýšena na
kouzelníka a má možnost se prˇesouvat prˇes neomezený pocˇet polí.
Osetinská dáma
Je hrána na cˇtvercovém herním plánu, kde je dohromady vyznacˇeno 85 možných po-
zic pomocí vodorovných, svislých a úhloprˇícˇných cˇar. Je zde také možnost využití veˇt-
šího plánu, který má dohromady 155 možných pozic. Oba hrácˇi mají k dispozici bud’to
21 nebo 33 herních kamenu˚ na malém herním poli. Pro velký herní plán se používá bud’to
27 nebo 43 herních kamenu˚. Herní kameny se posouvají ve smeˇru cˇar pouze kuprˇedu.
Skoky jsou povoleny jak jednoduché, tak neˇkolikanásobné, prˇicˇemž skoky je možné pro-
vést i smeˇrem dozadu. Pokud herní kámen dosáhne konce herního plánu, tak se nemeˇní
na dámu, ale má možnost cˇekat na prˇeskok smeˇrem vzad. Hru vyhrává ten, který zajme,
cˇi totálneˇ zablokuje souperˇovy herní kameny.
Fanorona
Herní plán a výchozí pozice herních kamenu˚ je opeˇt videˇt na obrázku 6. Oba hrácˇi mají
na pocˇátku hry 22 herních kamenu˚, které se opeˇt pohybují ve smeˇru cˇar. Zajmutí herních
kamenu˚ zde ovšem funguje naprosto jinak, než u klasické dámy. Herní kámen mu˚že
zajmout souperˇu˚v bud’to prˇiblížením a nebo odsunem. Prˇi prvním zpu˚sobu mu˚že hrácˇ
zajmout souperˇu˚v herní kámen tím, že se k neˇmu prˇiblíží do teˇsné blízkosti ve smeˇru, ve
kterém leží. Zajaty jsou také souperˇovy herní kameny, které leží v daném smeˇru v teˇsné
blízkosti za vyrˇazeným kamenem. Prˇi druhém zpu˚sobu se musí herní kámen odsunout
z teˇsné blízkosti souperˇova herního kamene v opacˇném smeˇru. Opeˇt jsou také vyrˇazeny
herní kameny, ležící na dané linii v teˇsné blízkosti. Pokud má hrácˇ prˇi vyrˇazení souperˇova
8Obrázek 6: Fanorona [7]
Obrázek 7: Laska [7]
herního kamene možnost vyrˇadit další, má možnost daným kamenem táhnout znovu.
Toto pravidlo není povoleno prˇi prvním tahu hry.
Laska
Jedná se o obmeˇnu anglické dámy, kdy je herní sít’ složena z 25 kruhových polí. Hrácˇi
mají na pocˇátku hry 11 herních kamenu˚ rozmísteˇných na pozicích 1 až 11 a 15 až 25 (viz
obr. 7). Smeˇr pohybu je jako u klasické dámy. Prˇi prˇeskoku není herní kámen odklizen
z plochy, ale je zasunut pod kámen, který ho zajal. Prˇi zajmutí sloupce kamenu˚ je zajat
pouze horní kámen, který ho ovládá, prˇicˇemž horní kámen urcˇuje smeˇr pohybu. Prˇi prˇe-
sunu na konec herního plánu probíhá korunovace na krále a horní kámen je vymeˇneˇn
u bílého hrácˇe za modrý a u cˇerného za cˇervený. Král se pohybuje jako u anglické dámy.
Pokud je král zajat, mu˚že být stále osvobozen a pohybovat se jako král.
93 Dáma pro trˇi hrácˇe
Jedná se o verzi dámy, které budu veˇnovat nejveˇtší pozornost, jelikož jsem si ji zvolil
k implementaci v programovacím jazyce C#. Du˚vodem volby je hlavneˇ netradicˇnost, at’
už v pocˇtu hrácˇu˚, tak také ve tvaru herního plánu, který je pro standardní dámu nety-
pický. Následující prˇesné zneˇní pravidel, které se skládá z pravidel cˇeské dámy a dámy
pro trˇi hrácˇe, jsem opeˇt prˇevzal z knihy „Velká kniha deskových her od Miloše Zaple-
tala“ [7].
Pravidla
Pocˇet hrácˇu˚: 3.
Potrˇeby: Herní plán má tvar rovnostranného trojúhelníku a je rozdeˇlen na 144 troj-
úhelníkových polí. Z toho je 78 polí tmavých, 66 bílých. Hracích kamenu˚ je 21 bílých,
21 cˇerných a 21 cˇervených.
Výchozí situace: Hrácˇi sedí tak, aby meˇli prˇed sebou jeden roh herního plánu. Kameny
jsou rozestaveny na tmavých polích, v každém rohu jiná barva (viz obrázek 8).
Úkol hrácˇu˚: Vyrˇadit co nejvíc kamenu˚ obou souperˇu˚ ze hry.
Tahy: Zacˇíná bílý, druhý je na rˇadeˇ cˇerný, trˇetí cˇervený. Dál se pravidelneˇ strˇídají
v tomto porˇadí.
Pohyb kamenu˚: Všechny kameny postupují po tmavých polích úhloprˇícˇneˇ vprˇed. Do-
voleny jsou posuny o jedno pole nebo prˇes pole obsazené souperˇovým kamenem.
Prˇeskoky: Skákání je povinné. Kdo úmyslneˇ nebo prˇehlédnutím poruší toto pravidlo
a místo prˇeskoku jen posune neˇkterý svu˚j kámen, mu˚že být na toto opomenutí upozor-
neˇn a souperˇ má právo mu vzít kámen, který pravidlo o povinném skákání nerespek-
toval. Obvykle se prˇitom vyslovuje formule: "Zapomneˇl jsi skákat!"Hrácˇi musí provést
možný vícenásobný prˇeskok v plném rozsahu. Jestliže ho nedokoncˇí (naprˇíklad místo
možných trˇí prˇeskoku˚ udeˇlají jen dva), mu˚že jim souperˇ odebrat kámen, který se provi-
nil proti tomuto pravidlu.
Povyšování: Kámen, který dojde do dlouhé rˇady polí na opacˇném konci herního plánu
než je roh, z neˇhož vyšel, meˇní se v dámu a má její obvyklá práva.
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Obrázek 8: Dáma pro trˇi hrácˇe [7]
Pohyb a boj dámy: I dáma se pohybuje jen po tmavých polích, ale na rozdíl od
prostých kamenu˚ má právo postupovat všemi smeˇry. Dáma se smí prˇemístit v jednom
úhloprˇícˇném smeˇru prˇes jakýkoli pocˇet volných polí a zastavit se na kterémkoli z nich.
Stojí-li dámeˇ v cesteˇ kámen nebo dáma jiné barvy, za nimiž je asponˇ jedno pole volné,
musí je prˇeskocˇit. Prˇeskocˇený kámen je ihned odklizen z desky. Tento skok lze provést
prˇes jakýkoli pocˇet volných polí. Ani dáma však nesmí prˇejít prˇes kámen stejné barvy,
ten je pro ni neprˇekonatelnou prˇekážkou. Má-li dáma možnost prˇeskocˇit víc než jeden
kámen, je povinna provést skok v plném rozsahu. Mezi prˇeskakovanými kameny musí
být vždy asponˇ jedno pole volné. Dva kameny stojící za sebou ani dáma nemu˚že prˇesko-
cˇit. Zato má právo po každém dopadu zmeˇnit smeˇr pohybu. Povinné skákání platí i pro
dámu. Porušení tohoto pravidla se trestá stejneˇ jako u obycˇejných kamenu˚. Dáma, která
skok vu˚bec neprovede nebo ho neuskutecˇní v plném rozsahu, je souperˇem odklizena
z desky.
Zakoncˇení hry: Když jeden z hrácˇu˚ ztratí všechny kameny, ostatní dva pokracˇují v boji
do konecˇného rozhodnutí.
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4 Teorie her
Teorie her se zabývá rˇešením konfliktu˚, u kterých jsou nutná urcˇitá rozhodnutí, s vy-
užitím matematiky, prˇicˇemž se konfliktem myslí situace, u které je nutné vybrat urcˇitou
strategii k dosažení cíle. Konfliktem nemusí být nutneˇ hra jako taková, ale mu˚že se jednat
o jakoukoliv beˇžnou situaci, cˇi spor, který mu˚že nastat a je nutné ho rˇešit. Základními po-
jmy teorie her jsou hra, hrácˇi, strategie a výplata. Hra je souhrn pravidel, do níž vstupují
hrácˇi, kdy si každý hrácˇ zvolí urcˇitou strategii, pomocí které hru hraje. Pomocí zvolených
strategií dojde k ohodnocení hrácˇu˚ a jsou jim prˇirˇazeny výplaty [2].
Typy her dle podskupin
Hry se dále mohou deˇlit do jistých podskupin, dle urcˇitých vlastností. Mu˚že se jednat
o kooperativní, cˇi nekooperativní hry, kdy to závisí na možnosti hrácˇu˚ uzavírat dohody.
Dále se mu˚že jednat o jednokolové, cˇi vícekolové hry, kdy hrácˇi volí své strategie v závis-
losti na pocˇtu kol, kdy prˇi více kolech mají hrácˇi možnost tyto strategie meˇnit, cˇi reagovat
na strategie protihrácˇu˚. Symetrické a asymetrické hry se navzájem liší skutecˇností, zda
jsou hrácˇi od zacˇátku ve stejném postavení, cˇi nikoliv. U her s nulovým soucˇtem je sou-
cˇet výplat hrácˇu˚ roven nule, cˇi jiné konstanteˇ, zatímco u her s nenulovým soucˇtem není
možné finální soucˇet výplat hrácˇu˚ prˇedem urcˇit. Hry s úplnou informací a cˇástecˇnou in-
formací jsou rozdílné v závislosti na informovanosti hrácˇe o možném pru˚beˇhu hry, kdy
pokud hrácˇ prˇedem nezná všechny informace o možných strategiích, cˇi výplatách hrácˇu˚,
jedná se o hru s cˇástecˇnou informací. Nekonecˇneˇ dlouhé hry nemají urcˇený konecˇný pocˇet
kol a jsou veˇtšinou využívány pro výzkumné úcˇely. U konecˇných, diskrétních a spojitých
her záleží na pocˇtu možných strategií, kdy pokud ve hrˇe není konecˇný pocˇet strategií,
jedná se o spojitou hru. Pokud hrácˇi nemají informace o pru˚beˇhu hry protihrácˇu˚, jedná
se o simultánní hry. V opacˇném prˇípadeˇ se jedná o metahry [2].
Veˇznˇovo dilema je konflikt, kde jsou dva veˇzni vyslýchání v separovaných celách. Oba
mohou být usveˇdcˇeni ze spáchání menšího prˇestupku, ale aby byli usveˇdcˇení ze spáchání
horšího trestného cˇinu, tak je nutné, aby jeden z nich na toho druhého vypovídal. Pokud
by oba mlcˇeli, oba budou odsouzeni na rok. Pokud jeden usveˇdcˇí toho druhého, získá
svobodu, zatímco druhý veˇzenˇ bude odsouzen na 4 roky. Pokud budou na sebe oba vzá-
jemneˇ sveˇdcˇit, budou oba odsouzeni na 3 roky. Acˇkoliv by bylo pro oba lepší mlcˇet, stále
mají oba šanci nebýt odsouzeni, pokud budou sveˇdcˇit za prˇedpokladu, že druhý veˇzenˇ
bude mlcˇet [5].
Truel
Jedná se o speciální situaci, kdy je na rozdíl od duelu do konfliktu zapojen trˇetí hrácˇ. Jako
známý prˇíklad truelu je uvádeˇn souboj trˇí strˇelcu˚ A, B a C, kterˇí mají rozdílnou šanci na
zásah, kdy A je nejlepší strˇelec a C nejhorší, prˇicˇemž porˇadí, ve kterém strˇelci strˇílejí je
C, B, A. Zárovenˇ mají také strˇelci nekonecˇný pocˇet náboju˚. Prˇi zahájení souboje je pro
strˇelce C nejvýhodneˇjší vystrˇelit do vzduchu, jelikož pokud bude na tahu B, bude se chtít
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rozhodne zbavit nejsilneˇjšího souperˇe A. Pokud strˇelec B mine, bude strˇelec A opeˇt mí-
rˇit na nejveˇtší hrozbu, kterou je strˇelec B. V takovém prˇípadeˇ má strˇelec C nejveˇtší šanci
zu˚stat naživu. Kromeˇ tohoto prˇípadu se dá také uvažovat nad ru˚znými obmeˇnami s ru˚z-
nými pravidly. Pokud by se prˇedpokládalo, že strˇelci vždy zasáhnou, prˇicˇemž mají pouze
jednu ránu, bylo by rozhodování strˇelcu˚ stejné, až na skutecˇnost, že by zu˚stali dva živí
strˇelci. Také je možné uvažovat nad prˇípadem, kdy má každý strˇelec opeˇt rozdílnou šanci
na zásah, ale není mu povoleno strˇílet do vzduchu. V takovém prˇípadeˇ musí strˇelec vždy
uvážit své šance na prˇežití, pokud vystrˇelí na urcˇitého souperˇe a zvolit si lepší možnost.
V tomto prˇípadeˇ bude první strˇelec vždy mírˇit na silneˇjšího souperˇe, s kterým by poté
meˇl složiteˇjší souboj v duelu. Pokud mine, jeho situace se nemeˇní, ale pokud zasáhne,
tak zu˚stane v duelu se slabším strˇelcem. V prˇípadeˇ možnosti uzavírání spojenectví mezi
strˇelci je možné uvést prˇípad, kdy je porˇadí strˇelcu˚ A, B, C a pravdeˇpodobnost zásahu je
P(a) > P(b) > P(c), prˇicˇemž mají všichni strˇelci vysokou šanci na zásah (veˇtší, než 60%).
Pokud strˇílí nejprve A, je pro neˇj nejlepší vystrˇelit na druhého nejsilneˇjšího strˇelce, což je
B. Pokud zasáhne, má C vysokou šanci na prˇežití. Pokud A mine, strˇelec B bude strˇílet na
A, prˇicˇemž má strˇelec C stále ze všech strˇelcu˚ nejveˇtší šanci na prˇežití, zatímco pravdeˇpo-
dobnost na prˇežití strˇelce B je nejmenší. V takovém prˇípadeˇ je pro strˇelce A a B výhodné
uzavrˇít spojenectví a strˇílet nejprve na C, cˇímž se šance A a B na prˇežití zlepší [1].
Kromeˇ sekvencˇního fixního porˇadí strˇelcu˚, které bylo uvedeno v tomto prˇíkladu je
v truelu možné také náhodné porˇadí, kdy je po každém výstrˇelu náhodneˇ zvolen jeden
z prˇeživších strˇelcu˚. Existují také prˇípady, kdy mohou všichni strˇelci strˇílet vždy sou-
cˇasneˇ. Na rozdíl od sekvencˇního porˇadí strˇelcu˚, kdy vždy zu˚stane alesponˇ jeden strˇelec
naživu, tak u truelu, kdy všichni strˇílí prˇi každém kole soucˇasneˇ mu˚že nastat situace, kdy
se všichni zastrˇelí do kruhu navzájem a živý nezu˚stane nikdo. V prˇípadeˇ takového truelu
opeˇt závisí na ru˚zných pravidlech, kdy pokud mají strˇelci nekonecˇný pocˇet náboju˚ a je
možnost strˇílet do vzduchu, je pro všechny nejvýhodneˇjší strˇílet do vzduchu neustále,
jelikož tímto zpu˚sobem zu˚stanou naživu všichni [1].
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5 Umeˇlá inteligence
Inteligence, jako taková, je všeobecneˇ prˇirˇazována živým bytostem, které jsou schopny
urcˇitým zpu˚sobem reagovat na ru˚zné podneˇty a lze o nich tvrdit, že jsou jistým zpu˚-
sobem inteligentní. Acˇkoliv se dá naprˇíklad testovat IQ cˇloveˇka, tak není snadné jasneˇ
definovat pojem inteligence, jako takový. Otázkou, zda jsou stroje schopny myšlení se
zabývali již filozofové v 17. století, ale jednalo se pouze o filozofické myšlenky. Velice
známým testem umeˇlé inteligence je Turingu˚v test, který je založen na rozhovoru cˇlo-
veˇka se strojem, kdy aby byl stroj uznán, jako inteligentní, tak nesmí cˇloveˇk rozeznat,
zda komunikoval pouze se strojem, cˇi s jiným cˇloveˇkem prˇes terminál [3].
Stavový prostor
Stavový prostor je datová struktura, využívaná prˇi implementaci umeˇlé inteligence.
Jedná se o množinu všech stavu˚, které mohou nastat prˇi rˇešení urcˇené úlohy, kdy se po-
mocí operací snažíme dostat od pocˇátecˇního bodu k cílovému. Posloupnost takovýchto
operací oznacˇujeme jako plán a metody, které využíváme prˇi tvorˇení plánu˚ jsou ozna-
cˇovány jako metody rˇešení úloh. Stavový prostor poté mu˚žeme zobrazit orientovaným
grafem, kde uzel prˇedstavuje stav a hrana mezi uzly prˇedstavuje prˇechod mezi teˇmito
stavy (viz obr. 9). Prˇíkladem mu˚že být hra Lišák, u které máme cˇtvercové herní pole
o rozmeˇrech 3× 3 a 8 postupneˇ ocˇíslovaných herních kamenu˚, které jsou ve výchozí po-
zici náhodneˇ rozmísteˇny. Cílem hry je dosáhnout pomocí posloupnosti posunu˚ teˇchto
kamenu˚ urcˇité cílové pozice všech kamenu˚ [3].
Minimax
Minimax je algoritmus využívaný u her s nulovým soucˇtem, kterými jsou naprˇíklad
piškvorky, šachy, cˇi práveˇ dáma, kdy algoritmus prohledává všechny možné tahy, což
tvorˇí datovou strukturu stromu. Minimax používá dveˇ funkce, které se nazývají MIN
a MAX. Prˇi vykonávání algoritmu je nejprve na tahu MAX, který provede všechny možné
tahy a ohodnotí je, poté zkouší tahy hrácˇ MIN a opeˇt se provede ohodnocení. Algoritmus
se tímto dostává do urcˇité hloubky stromu podle toho, kolik tahu˚ doprˇedu má uvažovat.
Pokud algoritmus dosáhne dané hloubky, provede se vyhodnocení nejlepšího tahu, kdy
každý list stromu prˇedstavuje možný tah. Hrácˇ MAX si poté vždy vybírá tah s nejlepším
ohodnocením, zatímco hrácˇ MIN si vybírá nejhorší ohodnocení, které je pro hrácˇe MAX
nevýhodné. Prˇi vybírání nejlepšího tahu algoritmus uvažuje, že hrácˇi budou volit vždy
optimální tah. Pokud tedy MAX zvolí nejlepší možnost, ale MIN poté nezvolí naprosto
optimální tah, tak se výhoda tahu hrácˇe MAX ješteˇ více navyšuje. Jako MINIMAX se poté
oznacˇuje hodnota tahu, který byl zvolen jako optimální. Prˇi volbeˇ hloubky pocˇtu tahu˚, do
které má algoritmus zajít musíme brát v potaz skutecˇnost cˇas výpocˇtu algoritmu, který
se prˇi každém dalším tahu exponenciálneˇ navyšuje. Pokud je hloubka prohledávání tahu˚
tohoto algoritmu rovna 1, tak lze potom hovorˇit o „naivním algoritmu“ [6].
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Obrázek 9: Stavový prostor
Negamax
Negamax je varianta algoritmu podobná minimaxu, kdy se opeˇt prohledávají tahy hrácˇe
a reakce souperˇe. Rozdíl mezi teˇmito algoritmy je ale v jiném zápisu algoritmu, kdy je
využívána jen jedna funkce NEGAMAX, která prˇi vyhodnocení tahu vždy pouze obrátí
znaménko. Prˇi tahu hrácˇe získá hrácˇ kladné body a prˇi tahu souperˇe se body zase odecˇí-
tají [4].
Optimalizace pomocí alfa-beta orˇezávání
Jedná se o optimalizaci Minimaxu, kdy acˇkoliv má exponenciální složitost, dá se cˇástecˇneˇ
touto metodou optimalizovat. Jde typicky o alfa-beta orˇezávání aplikované na strom
všech tahu˚, kdy naprˇíklad pokud zacˇne s tahem hrácˇ MAX a dojde k urcˇitému ohod-
nocení teˇchto tahu˚, tak prˇi tahu hrácˇe MIN se zjistí, že druhý tah hrácˇe MAX má horší
ohodnocení, než první, a tudíž se ho nevyplácí dále procházet [6].
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6 Popis implementace
Aplikace je vyvíjena jako formulárˇová aplikace, fungující na .NET Frameworku 4. Projekt
je rozdeˇlen na namespace Playground, který obsahuje trˇídy a metody, které zajišt’ují vy-
tvorˇení herního plánu vcˇetneˇ herních kamenu˚. Druhý hlavní namespace je Game, který
obsahuje prˇídavné metody uživatelského rozhraní a také se stará o prˇedávání tahu˚ mezi
hrácˇi. Trˇetí namespace je Players, který se stará o vytvorˇení hrácˇu˚ a k ním patrˇící logiku
pohybu figurek. Posledním namespace je AI, který se stará o umeˇlou inteligenci hrácˇu˚.
Rozložení trˇíd je znázorneˇno na trˇídním diagramu viz obrázek 10.
6.1 Uživatelské rozhraní
Aplikace je složena z hlavního menu na horním okraji okna, stavového rˇádku na dol-
ním okraji, výcˇtu statistik na pravé straneˇ a hlavního plátna pro zobrazení hry. Náhled
uživatelského rozhraní s vykresleným pocˇátecˇním stavem hry je videˇt na obrázku 11.
Menu
V hlavním menu se nacházejí volby File a Controls. Ve volbeˇ File máme na výbeˇr možnost
New Game pro spušteˇní nové hry, kdy je vytvorˇen nový formulárˇ, který nám umožní
si zvolit, jakým hrácˇu˚m prˇirˇadit umeˇlou inteligenci. Dále možnost Save Game pro ote-
vrˇení dialogového okna, díky kterému je možné aktuálneˇ rozehranou hru uložit do XML
souboru. Pomocí Load Game se opeˇt otevrˇe dialogové okno pro nahrání uložené hry
z XML souboru. Poslední volbou v položce menu je Quit pro vypnutí aplikace. V nabídce
Controls jsou možnosti Step Back a Step Forward. Step Back je nastaven na klávesovou
zkratku CTRL + Z a slouží k navrácení hrácˇe o jeden tah nazpeˇt. Step Forward je nasta-
ven na klávesovou zkratku CTRL + Y a umožnˇuje hrácˇi posunout se o tah vprˇed. Tuto
volbu lze použít pouze v prˇípadeˇ, kdy se hrácˇ posunul alesponˇ o jeden tah zpeˇt.
Status Bar
Tento stavový rˇádek zobrazuje aktuální stav hry (hrácˇ na tahu, víteˇzství hrácˇe).
Statistika
Je zobrazena na pravé straneˇ uživatelského rozhraní a zobrazuje aktuální pocˇty herních
kamenu˚ pro každého hrácˇe. Statistika se vždy znovu prˇepocˇítává z pocˇtu existujících
objektu˚ herních kamenu˚ v polích, ve kterých jsou uloženy. Prˇepocˇítávání probíhá po kaž-
dém provedeném tahu.
Canvas
Jedná se o hlavní plochu uživatelského rozhraní, kde je se zobrazuje herní plán. Jedná se
o Canvas, který je prˇevzat z WPF aplikace a je hostován v prvku ElementHost, který
umožnˇuje využití canvasu ve formulárˇové aplikaci. Objekty vykreslené na této herní
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Obrázek 11: Náhled aplikace
ploše reagují na událost kliknutí myši. Reakce na kliknutí myši na herní kámen je pro-
vedena pouze v prˇípadeˇ, kdy je hrácˇ dané barvy na tahu. Reakce na kliknutí na urcˇitou
pozici v herním plánu je uskutecˇneˇna pouze v prˇípadeˇ, že byl hrácˇem již oznacˇen herní
kámen, a že se jedná o validní pohyb herního kamene. Všechny validní tahy po ozna-
cˇení herního kamene jsou vyznacˇeny tmaveˇ zelenou barvou, neˇkolikanásobné prˇeskoky
jsou vyznacˇeny sveˇtle zelenou. Oranžová a ru˚žová barevná indikace je použita prˇi rozho-
dování použité cesty prˇeskoku, pokud lze zvolit více, než jednu cestu, prˇicˇemž se cesty
setkávají na stejném koncovém herním poli. Poslední barevnou indikací je sveˇtle a tmaveˇ
modrá, která indikuje tah, který provedla umeˇlá inteligence. Prˇekreslování tohoto prvku
probíhá vždy po každém tahu hrácˇe.
6.2 Playground
Tento namespace obsahuje trˇídy, které vytvárˇejí základní prvky grafického zobrazení her-
ního plánu a kamenu˚, které jsou vykreslovány na spolecˇný Canvas.
PlaygroundBorder
Jedná se o trˇídu zajišt’ující vytvorˇení okraje herního plánu. Využívám zde trˇídu Polygon
z balíku System.Windows.Shapes, po jejímž vytvorˇení je možné na Canvas daný objekt
vykreslit.
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GameField
Tato trˇída se stará o vytvorˇení jednotlivých polí v herním plánu, po kterých se poté fi-
gurky mohou pohybovat. Trˇída obsahuje atributy, obsahující pozici objektu na Canvasu,
poté objekt trˇídy Polygon, který prˇedstavuje samotné grafické znázorneˇní objektu, a dále
objekt trˇídy SpawnPoint. Kromeˇ konstruktoru tato trˇída obsahuje metodu, reagující na
událost kliknutí na tento objekt. Další metodou je FindIndex, která funguje jako pomocná
metoda pro aplikacˇní logiku a vyhledá index v poli, na kterém je uloženo dané pole her-
ního plánu. Zbytek metod je urcˇeno ke grafické indikaci možných tahu˚ po oznacˇení her-
ního kamene.
Queen
Trˇída deˇdí z GamePiece a obsahuje také stejné metody, jako trˇída GamePiece. Rozdíl
mezi teˇmito trˇídami ale je v jejich grafické reprezentaci, kdy GamePiece je znázorneˇna
instancí trˇídy Ellipse, ale Queen se znázornˇuje pomocí dvou instancí trˇídy Ellipse, které
se prˇekrývají a vytvárˇí oznacˇení dámy. Všechny metody jsou tomu tedy prˇizpu˚sobeny
a jsou implementovány tak, aby se elipsy pohybovaly po herním plánu jako jeden herní
kámen.
SpawnPoint
SpawnPoint je pomocná trˇída pro trˇídu GameField, která ukládá reálné sourˇadnice X a Y
na canvasu, po kterých se poté herní kameny pohybují. Dále obsahuje atribut gamePiece
pro uložení instance herního kamene, který se práveˇ nachází na aktuálním poli na herním
plánu.
GamePiece
Objekty této trˇídy prˇedstavují základní herní kameny na šachovnici. O grafické zobrazení
kamenu se stará objekt trˇídy Ellipse z balíku System.Windows.Shapes. Objekt si dále
ukládá informace o aktuální pozici na herním plánu (pamatuje si aktuální objekt typu
GameField) a barvu. Také je zde pomocný atribut pro urcˇení, zda byl proveden povinný
prˇeskok. MarkOnClick je metoda, která se stará o reakci na kliknutí uživatelem. Reakce
se provede pouze v prˇípadeˇ, že je hrácˇ dané barvy na tahu. AllowTurn a DisallowTurn
jsou metody, které prˇideˇlí, cˇi odeberou danému hernímu kameni možnost tahu. Metoda
Deallocate zpu˚sobí smazání objektu typu Ellipse. Metoda SetPosition prˇijímá parametry,
které jsou typu double a zpu˚sobí zmeˇnu pozice objektu na Canvasu. DrawGamePiece
vykreslí samotný objekt elipsy na Canvas. SaveGamePiece prˇijímá jako parametr objekt
XmlTextWriteru, pomocí kterého se aktuální herní kámen uloží do XML souboru.
Playground
Tato trˇída se stará o kompletní vytvorˇení herního plánu na canvas. Je implementována
jako Singleton a ukládá si jednotlivé instance typu GameField do pole. Následující me-
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toda CreateGameFields se stará o vytvorˇení instancí pro nakreslení samostatného her-
ního plánu. Metoda využívá metod CreateBorder, která vytvorˇí okraj herního plánu
a CreateGameField vytvárˇí jednotlivá herní pole.
public void CreateGameFields()
{
int tmp = 0;
CreateBorder();
for ( int i = 0; i < 12; i++)
{
for ( int j = 0; j <= i ; j++)
{
this .gameFields[tmp] = CreateGameField(i, j);
tmp++;
}
}
}
private void CreateBorder()
{
this .border = new PlaygroundBorder(thickness, new Point(xBorder, canvasHeight − yBorder),
new Point(canvasWidth/2, yBorder), new Point(canvasWidth − xBorder, canvasHeight −
yBorder), Brushes.White);
}
private GameField CreateGameField(int i, int j)
{
return new GameField(thickness,
new Point(((canvasWidth / 2 − gameFieldBaseSize / 2) − i ∗ gameFieldBaseSize / 2 + j ∗
gameFieldBaseSize),
((gameFieldHeight + yBorder) + i ∗ gameFieldHeight)),
new Point((canvasWidth / 2 − i ∗ gameFieldBaseSize / 2 + j ∗ gameFieldBaseSize),
(yBorder + i ∗ gameFieldHeight)),
new Point(((canvasWidth / 2 + gameFieldBaseSize / 2) − i ∗ gameFieldBaseSize / 2 + j ∗
gameFieldBaseSize),
((gameFieldHeight + yBorder) + i ∗ gameFieldHeight)), Brushes.DarkGray,
new SpawnPoint((((canvasWidth / 2 − gameFieldBaseSize / 2) + gameFieldBaseSize / 4)
− i ∗ gameFieldBaseSize / 2 + j ∗ gameFieldBaseSize), ((yBorder + gameFieldHeight ∗
1.3) / 2 + i ∗ gameFieldHeight)), 11 − i + j ∗ 2, i ) ;
}
Další metoda CreatePlayground vytvorˇí herní kameny pro všechny trˇi hrácˇe a umístí
je do výchozí pozice na herním plánu. Poté také nastaví pro bílé herní kameny možnost
tahu.
private void CreatePlayground()
{
CreateGameFields();
int tmp = 0;
for ( int i = 0; i < 6; i++)
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{
for ( int j = 0; j <= i ; j++)
{
CreateGamePieces(i, j, tmp);
Game.GameInstance.White.MoveRules.GamePieces[tmp].AllowTurn();
Game.GameInstance.CurrentPlayer = Game.GameInstance.White.MoveRules;
Game.GameInstance.Black.MoveRules.GamePieces[tmp].Game_Field = gameFields[tmp];
this .gameFields[tmp].SpawnPoint.Game_Piece = Game.GameInstance.Black.MoveRules.
GamePieces[tmp];
Game.GameInstance.White.MoveRules.GamePieces[tmp].Game_Field = gameFields[21 +
tmp + 6 ∗ i];
this .gameFields[21 + tmp + 6 ∗ i].SpawnPoint.Game_Piece = Game.GameInstance.White
.MoveRules.GamePieces[tmp];
Game.GameInstance.Red.MoveRules.GamePieces[tmp].Game_Field = gameFields[27 +
tmp + 6 ∗ i];
this .gameFields[27 + tmp + 6 ∗ i].SpawnPoint.Game_Piece = Game.GameInstance.Red.
MoveRules.GamePieces[tmp];
tmp++;
}
}
}
Jako poslední navazující metoda má název InitializePlayground. Její samotné vyvo-
lání zpu˚sobí prvotní vytvorˇení a vykreslení hry do canvasu. Tato metoda je využívána
prˇi spušteˇní nové hry.
public void InitializePlayground ()
{
CreatePlayground();
Form1.Control.canvas1.Background = Brushes.White;
Form1.Control.canvas1.Children.Add(Border.Triangle);
for ( int i = 0; i < GameFields.Length; i++)
{
Form1.Control.canvas1.Children.Add(GameFields[i].Triangle);
}
for ( int i = 0; i < Game.GameInstance.Black.MoveRules.GamePieces.Length; i++)
{
Form1.Control.canvas1.Children.Add(Game.GameInstance.Black.MoveRules.GamePieces[i].
Game_Piece);
Form1.Control.canvas1.Children.Add(Game.GameInstance.White.MoveRules.GamePieces[i].
Game_Piece);
Form1.Control.canvas1.Children.Add(Game.GameInstance.Red.MoveRules.GamePieces[i].
Game_Piece);
}
}
Poslední metoda této trˇídy se nazývá RedrawPlayground. Využívá se pro prˇekreslení
canvasu pro již existující hru. Prˇekreslení probíhá vždy po provedení tahu.
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6.3 GameControl
Tento namespace obsahuje trˇídy pro ovládání prˇídavných funkcí uživatelského rozhraní
jako je uložení a nacˇtení hry z XML souboru, a poté možnosti navrácení hrácˇe o tah zpeˇt
nebo posunutí hrácˇe o tah vprˇed. Dále je zde také zahrnuto prˇedávání tahu˚ mezi hrácˇi
a vyhodnocení víteˇzství na konci hry.
SavedTurn
Jednotlivé instance této trˇídy jsou používány na ukládání provedených tahu˚, pro mož-
nost navrácení tahu, cˇi posunutí se o tah vprˇed. Trˇída má atributy pro uložení pocˇátecˇní
a koncové pozice figurky, a také seznam pozicí figurek, které byly prˇi prˇeskoku sma-
zány. Všechny pozice jsou uloženy jako integer hodnoty, které odpovídají hodnoteˇ in-
dexu v poli, kde jsou uložena herní pole. Nachází se zde jediná metoda, která uloží daný
tah do XML souboru.
public void SaveTurnXML(XmlTextWriter w)
{
w.WriteStartElement("savedTurn");
w.WriteAttributeString (" startPosition " , gamePieceStartPosition.ToString());
w.WriteAttributeString ("endPosition", gamePieceEndPosition.ToString());
foreach (int a in deletedGamePieces)
{
w.WriteStartElement("deletedGamePiece");
w.WriteAttributeString ("position" , a.ToString() ) ;
w.WriteEndElement();
}
w.WriteEndElement();
}
AdditionalFunctions
Konstruktor této trˇídy prˇijímá jako parametr odkaz na hlavní formulárˇ. Trˇída tedy ob-
sahuje metody pracující prˇímo s hlavním formulárˇem aplikace. Hlavními metodami zde
jsou StepBack, StepForward, SaveGame, LoadGame.
Metody StepBack a StepForward jsou využívány k posunutí hrácˇe v tahu zpeˇt, cˇi
vprˇed. Metoda StepBack využívá list instancí typu SavedTurn a prˇi tahu zpeˇt navrátí
všechny figurky do pocˇátecˇní pozice, a potom rychle provede všechny tahy až do tahu,
který danému tahu prˇedcházel. Metoda StepForward funguje obráceným zpu˚sobem, a to
že posune hrácˇe o tah vprˇed vzhledem k aktuálnímu tahu. Tato metoda má efekt pouze
v prˇípadeˇ, že byla pu˚vodneˇ využita metoda StepBack. Prˇi využití metody StepBack, at’
už jednou, cˇi vícekrát v po sobeˇ se prˇi následném provedení tahu smažou všechny tahy,
které byly navráceny a poslední tah je nahrazen aktuálneˇ provedeným tahem.
public void StepBack()
{
GameField.TurnAllDarkGray();
if (Game.GameInstance.ListOfTurnsIndex >= 0)
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{
Game.GameInstance.ListOfTurnsIndex−−;
}
Playground.Playground.PlaygroundInstance.InitializePlayground();
Game.GameInstance.CurrentPlayer = Game.GameInstance.White.MoveRules;
for ( int i = 0; i <= Game.GameInstance.ListOfTurnsIndex; i++)
{
Players.MoveRules.MoveRulesInstance.MakeTurn(Game.GameInstance.ListOfTurns[i]);
Game.GameInstance.SetNextPlayer();
}
Game.GameInstance.AllowPlayerTurn();
Game.GameInstance.UpdateStatusBar();
Playground.Playground.PlaygroundInstance.RedrawPlayground();
}
Metody SaveGame a LoadGame slouží k ukládání a nacˇítání hry do XML souboru. Prˇi
volbeˇ Save Game v uživatelském rozhraní se otevrˇe dialogové okno pro uložení a daný
vstup názvu souboru se poté pošle do parametru dané metody. Stejným zpu˚sobem fun-
guje metoda LoadGame, která ovšem prˇecˇte XML soubor a dle neˇj poté nahraje hru. Po-
kud by byl XML soubor neˇjakým zpu˚sobem chybný, tak je odchycena výjimka XmlEx-
ception. Poté se vyvolá chybové hlášení, že hru nebylo možné nacˇíst a místo toho je vy-
tvorˇena nová hra s výchozím postavením figurek. Do XML souboru je ukládána barva
hrácˇe, který je aktuálneˇ na tahu, pozice jednotlivých herních kamenu˚, informace o typu
herního kamenu a jako poslední jsou uloženy všechny provedené tahy.
public void SaveGame(string fileName)
{
XmlTextWriter xml = new XmlTextWriter(fileName, Encoding.UTF8);
xml.WriteStartDocument();
xml.WriteStartElement("game");
xml.WriteElementString("currentPlayer", Game.GameInstance.ReturnCurrentPlayer());
Game.GameInstance.White.SavePlayer(xml);
Game.GameInstance.Black.SavePlayer(xml);
Game.GameInstance.Red.SavePlayer(xml);
foreach (SavedTurn turn in Game.GameInstance.ListOfTurns)
{
turn.SaveTurnXML(xml);
}
xml.WriteEndElement();
xml.WriteEndDocument();
xml.Close();
}
public void SavePlayer(XmlTextWriter w)
{
w.WriteStartElement("white");
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if (this .Ai != null)
{
w.WriteAttributeString ("AI" , "1") ;
}
else
{
w.WriteAttributeString ("AI" , "0") ;
}
for ( int i = 0; i < this .GamePieces.Length; i++)
{
if (this .GamePieces[i] != null)
{
this .GamePieces[i].SaveGamePiece(w);
}
}
w.WriteEndElement();
}
Game
Trˇída slouží k ovládání hry a je implementována jako Singleton. Obsahuje instance jed-
notlivých hrácˇu˚ a seznam, ve kterém se ukládají jednotlivé tahy. Metody této trˇídy se
starají o prˇedávání tahu˚ mezi hrácˇi, update status baru, který urcˇuje hrácˇe, který je aktu-
álneˇ na tahu a také metodu, která sleduje, zda neˇjaký hrácˇ nevyhrál.
6.4 PlayersControl
Daný namespace obsahuje trˇídy pro vytvorˇení hrácˇu˚ a adekvátní logiky pohybu herních
kamenu˚ pro každého hrácˇe.
Players
Jedná se o namespace, který obsahuje trˇídy pro vytvorˇení hrácˇu˚. S vytvorˇením hrácˇe
také souvisí inicializace pole pro následné uložení herních kamenu˚, nastavení smeˇrových
vektoru˚ pro správný pohyb figurek a také nastavení barvy danému hrácˇi. Trˇídy tohoto
namespace implementují interface IPlayer.
MoveRules
Namespace obsahuje trˇídy, které se starají o kompletní logiku pohybu herních kamenu˚.
Smeˇr pohybu závisí na hrácˇi, který je aktuálneˇ na tahu, jelikož jednotlivé instance hrácˇu˚
zde prˇedávají své smeˇrové vektory.
Move
Jednotlivé instance této trˇídy slouží jako pomocné ke správnému fungování logiky prˇe-
skoku˚ figurek. Instance této trˇídy si ukládají odkaz na herní pole, kam se herní kámen má
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Obrázek 12: Prˇíklad barevného znacˇení
prˇesunout a také odkaz na herní kámen, který se prˇi prˇeskoku má smazat. Tyto instance
se ukládají do seznamu˚ a vytvárˇejí cesty, které herní kámen musí projít, až do cílového
herního pole, prˇicˇemž smaže herní kameny, které prˇeskocˇil.
MoveRules
Tato trˇída obsahuje atributy a metody, které obstarávají kompletní herní logiku pohybu
herních kamenu˚. Obsahuje atributy pro ukládání jednotlivých cest prˇi prˇeskocích, také
pomocné atributy pro sledování prozkoumání teˇchto cest, z du˚vodu kolizí daných cest,
kdy dveˇ cesty jsou rozdílné, prˇicˇemž se navzájem krˇíží ve stejném bodeˇ. Také jsou zde
statické atributy, které si docˇasneˇ uloží odkaz na herní kámen, který byl oznacˇen pro tah
a poté odkaz na herní pole, které bylo oznacˇeno pro provedení tahu. Trˇída také zajišt’uje
barevné znacˇení možných tahu˚, kdy se možné tahy vypocˇítají a vyznacˇí po kliknutí na
herní kámen, u kterého je možný tah.
Barevné znacˇení: Tmaveˇ zelená barva oznacˇuje pole, na které je možné provést tah
s aktuálneˇ oznacˇeným herním kamenem. Sveˇtle zelená indikuje neˇkolikanásobný prˇe-
skok tím zpu˚sobem, že se všechny prˇeskoky oznacˇí touto barvou a záveˇrecˇné pole je
znacˇeno tmaveˇ zelenou. Oranžové pole znamená, že nelze prˇesneˇ urcˇit, kterou cestou se
má figurka do tohoto pole vydat. Odemcˇení tohoto pole se provádí pomocí zaznacˇení
jedné z cest, které jsou vyznacˇeny ru˚žovou barvou. Prˇíklad znacˇení tahu dámy je videˇt
na obrázku 12.
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Obrázek 13: Indexace herního plánu
Herní plán: Jak již bylo výše zmíneˇno, tak se herní kameny mohou pohybovat pouze
po tmavých polích. Všechny tmavé polícˇka jsou tedy uloženy v jednom poli typu Game-
Field. Každé toto pole je tedy indexováno v dvourozmeˇrném sourˇadnicovém systému,
z cˇehož vycházejí všechny algoritmy, prˇicˇemž indexaci je možné videˇt na následujícím
obrázku 13.
MoveGamePiece
MoveGamePiece je hlavní metodou v této trˇídeˇ která se stará o pohyb herních kamenu˚.
Metoda nejprve provede kontrolu, zda byla prˇed oznacˇením herního pole již oznacˇena
figurka a poté, zda herní pole je oznacˇeno jako korektní tah. Metoda poté provede na-
stavení nové pozice herního kamene a zjistí cestu, kterou herní kámen použil k prˇesunu.
Podle zvolené cesty dojde také k prˇípadnému smazání patrˇicˇných herních kamenu˚ sou-
perˇu˚. Pokud nebyl proveden žádný prˇeskok, resp. nebyl smazán žádný herní kámen, tak
je metodou CheckRequiredJump provedena kontrola, zda neˇkterá z hrácˇových figurek
nemeˇla provést povinný skok. Je-li tomu tak, jsou poté smazány všechny herní kameny,
které se provinily tomuto pravidlu. Následneˇ se zruší barevné znacˇení z herního plánu
a prˇedá se tah dalšímu hrácˇi. V metodeˇ se mimo jiné tah také ukládá.
CheckViableMove
Metoda se rozhoduje, zda oznacˇený herní kámen je dáma, cˇi nikoliv. Poté zavolá patrˇicˇné
metody pro výpocˇet všech možných tahu˚.
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Výpocˇet pozic pro možný tah
Pro tyto výpocˇty se používají jednotné metody, do kterých jsou vždy dosazeny smeˇrové
vektory aktuálního hrácˇe. Dle smeˇrových vektoru˚ se vypocˇítají pozice pro daný herní
kámen. Pokud oznacˇený herní kámen má možnost pouze obycˇejného prˇesunu bez mož-
nosti prˇeskoku, jsou tyto pozice barevneˇ oznacˇeny jako kandidáti pro prˇesun.
Prˇi prˇeskoku jsou tyto pozice uloženy do seznamu, obsahující instance typu Move,
které si pamatují cíl prˇeskoku a referenci na herní kámen, který má být smazán. Prˇi zjiš-
teˇní prˇeskoku, je daná metoda opakovaneˇ volána, pro vyšetrˇení možnosti neˇkolikanásob-
ného prˇeskoku.
Po vyšetrˇení všech možností prˇesunu herního kamene je dále provedena kontrola,
která zjišt’uje, zda nedochází ke krˇížení cest. Krˇížení cest znamená, že se herní kámen
mu˚že vydat dveˇma cestami, které vedou prˇes navzájem odlišné pozice, acˇkoliv koncˇí na
stejném herním poli. V takovém prˇípadeˇ by se algoritmus nemohl sám rozhodnout, kte-
rou cestou se má herní kámen vydat pouze oznacˇením cílové pozice. V takovém prˇípadeˇ
dojde k zablokování cílového pole a hrácˇ je nucen oznacˇit celou cestu, kterou se herní
kámen vydá, než dojde k odemcˇení cílové pozice. Logiku rˇešení této situace rˇeší metody
CheckPathBlock, MarkPath, CheckMarkedPath, BlockOtherPaths a UnblockOtherPaths.
Výpocˇet tahu˚ pro peˇšáka probíhá zpu˚sobem, že se sleduje, zda je následující pole
obsazené. Pokud není, je zde možný prˇesun. Zjistí-li se, že je dané pole obsazené, je pro-
vedena kontrola, jestli se jedná o cizí herní kámen. Prˇi potvrzení se jako poslední zkon-
troluje, zdali je následující pole v daném smeˇru volné. Prˇi detekci možného prˇeskoku
algoritmus následneˇ kontroluje, zda není prˇeskok možný provést neˇkolikanásobneˇ. Tuto
funkcˇnost vytvárˇejí metody CheckViableMove, CheckJumpOverGamePiece a CheckMul-
tipleJump. Prˇíkladem uvedu metodu CheckViableMove a cˇást metody CheckJumpOver-
GamePiece, která zjišt’uje prˇeskok pro jeden smeˇrový vektor.
private void CheckViableMove(GamePiece gamePiece)
{
ResetValues();
CheckJumpOverGamePiece(gamePiece);
foreach (GameField gameField in Playground.Playground.PlaygroundInstance.GameFields)
{
if ((gamePiece.Game_Field.Ypos + Game.GameInstance.CurrentPlayer.MoveDirection[0]
== gameField.Ypos) && (gamePiece.Game_Field.Xpos + Game.GameInstance.
CurrentPlayer.MoveDirection[1] == gameField.Xpos) && (gameField.SpawnPoint.
Game_Piece == null))
{
nonJumpMoves.Add(new Move(gameField, null));
}
if ((gamePiece.Game_Field.Ypos + Game.GameInstance.CurrentPlayer.MoveDirection[2]
== gameField.Ypos) && (gamePiece.Game_Field.Xpos + Game.GameInstance.
CurrentPlayer.MoveDirection[3] == gameField.Xpos) && (gameField.SpawnPoint.
Game_Piece == null))
{
nonJumpMoves.Add(new Move(gameField, null));
}
}
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}
private void CheckJumpOverGamePiece(GamePiece gamePiece)
{
foreach (GameField gameField in Playground.Playground.PlaygroundInstance.GameFields)
{
if ((gamePiece.Game_Field.Ypos + Game.GameInstance.CurrentPlayer.MoveDirection[0]
== gameField.Ypos) && (gamePiece.Game_Field.Xpos + Game.GameInstance.
CurrentPlayer.MoveDirection[1] == gameField.Xpos) && (gameField.SpawnPoint.
Game_Piece != null))
{
if (gameField.SpawnPoint.Game_Piece.Color != Game.GameInstance.CurrentPlayer.
Color)
{
foreach (GameField gameField2 in Playground.Playground.PlaygroundInstance.
GameFields)
{
if ((gamePiece.Game_Field.Ypos + Game.GameInstance.CurrentPlayer.
MoveDirection[0] ∗ 2 == gameField2.Ypos) && (gamePiece.Game_Field.Xpos +
Game.GameInstance.CurrentPlayer.MoveDirection[1] ∗ 2 == gameField2.Xpos)
&& (gameField2.SpawnPoint.Game_Piece == null))
{
if (Game.GameInstance.CheckMode)
{
gamePiece.ViableJump = true;
}
else
{
gameFieldMarked = gameField2;
jumpPaths.Add(new List<Move>());
jumpPaths.Last().Add(new Move(gameField2, gameField.SpawnPoint.
Game_Piece));
numberOfPaths++;
do
{
multipleJump = false;
CheckMultipleJump();
} while (multipleJump);
}
}
}
}
}
}
}
Dáma se v této varianteˇ pohybuje neomezeneˇ šesti smeˇry. Dojde tedy k zaznamenání
teˇchto cest až po okraje herního plánu do jednotlivých seznamu˚. Seznamy se poté pro-
hledávají a dochází k výpocˇtu˚m podobneˇ jako u peˇšáka. Tuto funkcˇnost zajišt’ují metody
QueenCheckViableMove, QueenCheckPaths, QueenCheckMultipleJump.
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Ostatní metody
FindPathAndDelete je metoda, která provede vyhledání správné cesty ze seznamu cest
a následné smazání, což je hlavneˇ du˚ležité pokud dochází ke krˇížení cest. Pro samotné
smazání herních kamenu˚ využívá metody DeleteGamePiece a FindAndDelete, kdy se
nejprve rozhodne barva smazaného herního kamene, který se následneˇ vyhledává v pa-
trˇicˇném poli.
Metoda CheckPromotionForQueen se volá po každém provedeném tahu a kontroluje,
zda se neˇkterá z figurek nedostala na konec herního plánu a je tedy ji nutné povýšit na
dámu.
Další prˇídavnou metodou je ColorViableMoves, která zajišt’uje barevnou indikaci
tahu˚. Metoda je vždy volána po výpocˇtu všech možných cest oznacˇeného herního ka-
mene.
public void ColorViableMoves()
{
foreach (List<Move> path in jumpPaths)
{
foreach (Move move in path)
{
if (move == path.Last())
{
move.Game_Field.TurnGreen();
}
else
{
move.Game_Field.TurnLightGreen();
}
}
}
foreach (Move move in nonJumpMoves)
{
move.Game_Field.TurnGreen();
}
CheckPathBlock();
}
6.5 AI
Tento namespace obsahuje logiku, která rˇeší výpocˇty a následné provedení tahu˚ umeˇlé
inteligence. Veškerá tato funkcionalita je uložena ve stejnojmenné trˇídeˇ AI. Jelikož jsou
v této varianteˇ dámy trˇi hrácˇi, nelze jednoduše využít algoritmy, které jsou prˇi rˇešení
umeˇlé inteligence u teˇchto deskových her beˇžné (Minimax, Negamax, ...).
Pokud má neˇkterý z hrácˇu˚ využívat umeˇlou inteligenci, musí mu být prˇirˇazena in-
stance této trˇídy, kdy se do parametru˚ v konstruktoru posílají odkazy na instanci ak-
tuálního hrácˇe, a poté na instance souperˇu˚. Pokud hrácˇi nebyla prˇirˇazena instance AI,
automaticky se cˇeká na akci uživatele, resp. na provedení tahu.
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Samotná trˇída obsahuje atributy pro uchovávání aktuálneˇ kontrolovaného tahu, nej-
lepšího tahu, a také obsahuje atributy které urcˇují bodové ohodnocení jednotlivých tahu˚,
prˇicˇemž je vždy pouze ukládána množina tahu˚, které mají nejlepší bodové ohodnocení.
Dané hodnoty bodu˚ jsou prˇirˇazovány jednotlivými metodami, které provádeˇjí vzájemné
ohodnocování pro jednotlivé hrácˇe. Hodnoty, které jsou videˇt v následující tabulce jsem
zvolil na základeˇ vlastního uvážení, kdy také beˇhem testování došlo k následným opti-
malizacím.
Akce Body
Prˇeskok peˇšáka 5
Prˇeskok dámy 15
Prˇeskok cizího peˇšáka souperˇem 2
Prˇeskok cizí dámy souperˇem 8
Povýšení na dámu 11
Tah 1
Tabulka 1: Bodové ohodnocení tahu˚
Jak je v tabulce videˇt, musí být v tomto algoritmu odlišováno, zda se jedná o figurku
aktuálního hrácˇe, cˇi o figurku dalšího souperˇe. Je tedy zrˇejmé, že hrácˇ získává bodové
hodnocení za prˇeskok urcˇitých typu˚ herních kamenu˚ souperˇe. Když se ovšem prˇedpo-
vídají tahy souperˇu˚ a souperˇ provede prˇeskok, tak se musí zjistit, zda šlo o herní kámen
hrácˇe, cˇi zda byl proveden prˇeskok souperˇovy figurky. V prˇípadeˇ prˇeskoku figurky dru-
hého souperˇe opeˇt dochází ke zvyšování bodového hodnocení, namísto snížení, jelikož
došlo ke kladnému jevu pro aktuálního hrácˇe, kdy jeho souperˇ prˇeskocˇil herní kámen
druhého souperˇe. Tento parametr je využíván hlavneˇ v prˇípadeˇ, kdy je naprˇíklad jisté,
že hrácˇ o urcˇitý herní kámen prˇijde, ale stále ješteˇ mu˚že provést takový tah daným her-
ním kamenem, že se postaví do pozice neˇkolikanásobného prˇeskoku, který vyrˇadí i cizí
herní kámen. Posledním zohlednˇovaným parametrem je možnost povýšení na dámu,
kdy pokud má herní kámen v dalším kole být povýšen na dámu, získá tento jev bodové
hodnocení 11 bodu˚. Hodnotící funkce je dále rozdeˇlena do trˇí funkcí, kdy každá funkce
ohodnotí jednoho hrácˇe. Rozdeˇlení jsem provedl hlavneˇ z du˚vodu prˇehlednosti, jelikož
prˇi ohodnocování jednotlivých hrácˇu˚ se musíme dívat na ru˚zné parametry a také musíme
brát u každého hrácˇe vždy v potaz i druhého souperˇe. Aktuální hrácˇ tedy sleduje pouze,
zda neprˇeskocˇil neˇjaký herní kámen a dle typu herního kamene si prˇidá body, dále sle-
duje, zda by tahem nedošlo k povýšení na dámu a dále musí sledovat povinné prˇeskoky.
U ohodnocení tahu prvního souperˇe musíme sledovat, cˇí herní kámen prˇeskocˇil, jelikož
prˇeskok kamene druhého souperˇe je kladný jev pro aktuálního hrácˇe. Prˇi hodnocení dru-
hého souperˇe se opeˇt sleduje, jakou barvu má herní kámen, který byl vyrˇazen. Pokud
byl vyrˇazen herní kámen prvního souperˇe, tak je také nutné snížit jeho osobní hodnocení
daného tahu, jelikož musíme prˇedpokládat, že první souperˇ nebude úmyslneˇ deˇlat tahy,
které by jeho samotného poškodily. Kód hodnotící funkce pro aktuálního hrácˇe je videˇt
v následující ukázce.
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private void EvaluatePlayerTurn(List<Move> path, ref int value, GamePiece gamePiece)
{
if (path. First () .MarkedForDelete == null)
{
value += EvaluateRequiredJump();
}
else
{
foreach (Move move in path)
{
if (move.MarkedForDelete is Queen)
{
value += queenValue;
}
else
{
value += gamePieceValue;
}
}
}
if (IsPromoted(path.Last().Game_Field) && !(gamePiece is Queen))
{
value += possibleQueenPromotion;
}
}
Nejlepší tahy se uchovávají jako instance struktury BestTurn, která obsahuje pouze
referenci na herní kámen a také na tah, který by meˇl provést.
Hlavní metodou, která provádí tah umeˇlé inteligence je MakeTurnAI. Tato metoda
nejprve provede výpocˇet všech nejlepších tahu˚ a poté si jeden vybere k provedení. Me-
toda je volána vždy, pokud je po ukoncˇení hrácˇe zjišteˇno, že následující hrácˇ má prˇirˇazenu
umeˇlou inteligenci.
Samotný výpocˇet všech nejlepších možných tahu˚ je provádeˇn metodami Calculate-
Turn, CalculateFirstEnemyTurn a CalculateSecondEnemyTurn. Metoda CalculateTurn je
hlavní metoda pro ohodnocování tahu˚, prˇicˇemž je nejprve ohodnocen možný tah da-
ného hrácˇe. Pokud je hodnota tahu veˇtší nebo rovna hodnoteˇ nejlepšího tahu, tak jsou
pomocí metod CalculateFirstEnemyTurn a CalculateSecondEnemyTurn vypocˇítány nej-
lepší možné tahy souperˇu˚. Prˇi ohodnocení souperˇových tahu˚ jsou také využívány me-
tody MakeTurn a RevertTurn, které provádeˇjí simulace tahu˚.
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7 Záveˇr
Cílem této bakalárˇské práce bylo nejprve popsat jednotlivé varianty deskové hry dámy
a poté si vybrat jednu z teˇchto variant k implementaci. Zvolil jsem si variantu dámy pro
trˇi hrácˇe, kterou jsem implementoval v programovacím jazyce C#, kdy jsem pro aplikaci
vytvorˇil uživatelské rozhraní s pru˚beˇžnými statistikami všech hrácˇu˚. Prˇi vytvárˇení nové
hry je možnost hrát bud’to proti lidským souperˇu˚m nebo je možnost nastavit zvoleným
hrácˇu˚m umeˇlou inteligenci, která byla implementována formou Negamaxu, který doká-
zal vypocˇítat tahy pouze jeden tah doprˇedu. Hlavním du˚vodem k tomu byla skutecˇnost,
že Minimax i Negamax nejsou prˇímo vytvárˇeny pro hry, kde úcˇinkují více, než dva hrácˇi,
což vedlo k nutnosti prˇizpu˚sobit k tomu daný algoritmus. Jako prˇíklad by se dala uvést
skutecˇnost, že prˇi klasickém Negamaxu, by se od hodnocení tahu hrácˇe poté odecˇetlo
hodnocení tahu souperˇe, z cˇehož vyplyne výsledné celkové hodnocení tahu. V této vari-
anteˇ dámy ale musíme brát v potaz skutecˇnost, že hrácˇi netvorˇí koalice, takže po ohodno-
cení tahu aktuálního hrácˇe nelze následneˇ secˇíst hodnoty souperˇu˚. Musíme se tedy dívat
na skutecˇnost, že pokud se snažíme prˇedpoveˇdeˇt ideální tah obou souperˇu˚, tak musíme
brát v úvahu fakt, že všichni hrácˇi stojí proti sobeˇ. Velkým problémem také je, že acˇko-
liv by bílý hrácˇ vypocˇítal ideální tah, tak pokud cˇerný provede neocˇekávaneˇ špatný tah,
mu˚že tím nejen zvýhodnit cˇerveného hrácˇe, ale zárovenˇ také poškodí prvního, pro kte-
rého se tímto jeho pu˚vodneˇ „ideální“ tah mu˚že zmeˇnit v pru˚meˇrný. Rozehranou hru je
poté možné uložit a následneˇ nacˇíst z XML souboru. Dále byla v aplikaci implemento-
vána možnost procházení jednotlivých tahu˚, respektive možnost vrácení tahu, cˇi zopa-
kování již provedeného tahu. Soucˇástí hry je také barevná indikace možných tahu˚, kdy
je také ošetrˇena výjimka kdy dochází ke krˇížení dvou ru˚zných cest. V poslední rˇadeˇ byla
kompletneˇ popsána implementace dané aplikace v kombinaci s ukázkami cˇástí zdrojo-
vých kódu˚.
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