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Abstrakt
Me lindjen e internetit dhe rritja gjithnjë më e madhe e kompleksitetit të softverit dhe
sistemeve, nevoja për aplikacjone të sigurta është bërë urgjente.
Megjithate organizatat përballen me sfida të ndryshme për ti mbajtur programet e tyre të
sigurta edhe pse kërcenimet evoluojn kohë pas kohë.
Pra interneti ofron mundësi të shumta për një sulmues (haker) për tu lidhur me
aplikacjon e për ta shkelur sigurin e ti. Pavarsisht nga shqetësimi në rritje rreth
kërkesave për aplikacjone të sigurta me personele të përfshir si zhvillues, administrator
planifikues të projekteve etj. megjithate e kanë të vështir të gjejn mënyra për të mbrojtur
programet e tyre për ti eliminiuar dobësit e mundshme në aplikacjonet përkatëse.
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E falenderoj Zotin që më dha forcën dhe dijen e duhur për ta plotësuar edukimin e
personalitetit tim me këtë temë diplome duke shpresuar për arritje më të madhe në të
ardhmen. Gjithashtu falënderoj familjen që fillimisht më mundësuan të studjoj. Si
përgjegjës për vlersimin, kontrollimin e kësaj teme diplome falënderoj MSc.Selman
Haxhijaha, njëheri edhe Profesor në Departamentin e Shkencave Kompjuterike dhe
Inxhinierisë për mbështetjen e tij që më dha gjatë kësaj kohe të përfundimit të temës dhe
kohës së studimeve. Një falënderim i veçante i takon Profesorit dhe njëherit Presidentit
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dëshirën për arritjen e trendeve inovative përmes fushës së studimit. Dhe përfundimisht
i falenderoj të gjith njerzt për rreth meje që në një mënyr apo tjetrën më ndihmuan gjatë
kësaj kohe të studimeve dhe përfundimit të këti punimi.
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1

Hyrja

Kjo tem prezanton konceptin e siguris së aplikacjoneve dhe spiegon sfidat e zbatimit të
siguris në aplikacjone dhe luftrat e ndryshme ndaj kërcënimeve të siguris në
aplikacjone. Përveq kësaj, në temë bëhet fjal për komponentet thelbësore të një
zhvillimin të sukseshëm gjithashtu do të diskutojm edhe praktikat më të mira të siguris.
Pra pas leximit të kësaj teme ju do të jeni në gjendje të vlersoni rëndësin e siguris së
aplikacjonit dhe mund të indentifikoni praktikat më të mira të siguris së aplikacjoneve.
Me lindjen e internetit dhe rritja gjithnjë më e madhe e kompleksitetit të softwerit dhe
sistemeve, nevoja për aplikacjone të sigurta është bërë urgjente.
Megjithate organizatat përballen me sfida të ndryshme për ti mbajtur programet e tyre të
sigurta edhe pse kërcenimet evoluojn kohë pas kohe.
Pra interneti ofron mundësi të shumta për një sulmues “haker” për tu lidhur me
aplikacjon e për ta shkelur sigurin e ti. Pavarsisht nga shqetësimi në rritje rreth
kërkesave për aplikacjone të sigurta me personele të përfshir si zhvillues, administrator
planifikues të projekteve etj. megjithate e kanë të vështir të gjejnë mënyra për të
mbrojtur programet e tyre për ti eliminiuar dobësit e mundshme në aplikacjonet
përkatëse.
Më herët i përmendëm disa prej personleit që bëjnë pjes në hapat e parë të zhvillimit të
një aplikacjoni, shpesh herë ndodh që Planifikuesi i Projektit të caktoj statusin e
Sigurisë edhe pse kjo është e gabuar, pasi që planifikuesit e projektit nuk janë të
vetdijshëm për kërcenimet e siguris, ku shumicen e rasteve kanë njohuri të kufizuara të
kërcënimeve të siguris së mundshme gjithashtu nuk janë të vetdijshëm për llojet e
kërcënimeve që mund të ekspozojn sigurin e aplikacjonit të tyre. (1)
Kemi disa lloje të sulmeve si për shembull:
•
•
•

•

Kur një organizat sulmon organizatën tjetër për të pasur qasje në rrjetin e saj në
informata konfidencjale për të fituar për shembull një avantazh konkures.
Sulmet e Automatizuara përdorin softverë për skanimin dobsimin e rrjetes ose
për të implementuar sulme siq njihen me emrin “brute – force“.
Mohimi i sherbimit ose thene ndryshe “Denial of service”(DoS) është sulm qe
lëshon një numër të madh kërkesash drejt serverit ku pastaj ai bëhet i pa aftë për
të ofruar shërbimet e ti normale.
Viruset apo “Trojan horses” janë programe të dëmshme që veprojn duke
shfrytzuar një dobësi me qrast e instalojn vetën e tyre në komjuter.

•

Dhe shkeljet aksidentale të siguris këto shpesh rezultojn si praktika të varfra apo
procedura jo në nivel të lart.

Zakonisht të gjith sulmuesit kanë nevoj vetëm të gjejn një dobësi në aplikacjon dhe
menjëher do ta bëjnë të njohur këtë dobësi për sulmuesit tjerë. (2)
Këto dobësi të aplikacjoneve ndodhin edhe për arsye të mos planifikimit të mirfillt të
kohës së caktuar se kur do të përfundoj aplikacjoni. E për arsye të kohës së kufizuar
aplikacjoni del në treg pa u projektuar ndërtuar e testuar në mënyrën më të mirë.
Pra zhvilluesit apo programerët nuk mund të jenë të vetdijshem për të gjitha kërcënimet
e mundeshme pasi që siguria e aplikimit vazhdimisht evoluon. Zhivlluesit duhet të
qëndrojn gjithmon krah për krah qështjeve të siguris dhe duhet gjithmon të jenë të
informuar në lidhje me dobësit e siguris. Një mënyrë për të arritur këtë nivel është edhe
duke lexuar kohë pas kohe të rejat në faqet e internetit e siq është kjo e Microsoftit 1.
Zhvilluesit pra janë në dijeni të kërcënimeve të siguris por ndonjëherë ndodh që edhe
buxhetet i ndalojnë ata në zbatimin e siguris. Megjithat duhet të kuptohet se siguria e
aplikacjonit nuk është asgjë më shumë se pa aftësi e një sulmusi për të qenë në gjendje
që të hyrë deri tek të dhënat e ndjeshme apo të shkaktoj dëmin e mundshëm. Gjithashtu
nuk duhet të mendohet se kostoja e lartë mund të siguroj biznesin nga gjdo sulm pasi që
ajo mund edhe të rezultoj në dështim. (3)
Duhet të jetë e qart se kërkesa që bëhet është e siguruar në mënyrë adekuate ky nëse ati
që i shërbehet është një përdorues keqadashës mos ti ekspozohen dobësit e siguris së
aplikacjonit. Gjdo hap që mirret për të siguruar aplikacjonin prej qfardo lloj dobësije
është më e lehtë dhe më pak e kushtushme të bëhet në hapat e saj të zhvillimit se sa në
kohën kur veq ajo është në punë, apo të këtë përfunduar zhvillimi i aplikacjonit
përkatës.
Shpesh zhvilluesit janë në gjendje për të zbatuar kodin e kërkuar të sigurt për shkak se
siguria e aplikacjonit varet nga bashkpunimi mes zhvilluesve dhe Sistem
Administratoreve. Në të shumtën e rasteve përgjegjësit i kalojn vetëm një individi. Për
shembull në aplikacjone që janë me bazë në rrjet zakonisht Sistem Administratorët e
konsiderojn sigurin e aplikacjonit si qështje e rrjetës. E idealisht zhvilluesit duhet të
punojn afër me arkitektet e aplikacjoneve pa lënë anash sistem administratorët e kështu
të garantojn së bashku sigurin e aplikimit. Si rezultat vimë në përfundim që i gjith
personeli që është i përfshir në zhvillimin e programeve duhet të kuptoj rëndësin e
kërkesave të siguris dhe të angazhohen në zbatimin e sigurisë. (4)

1

http://msdn.microsoft.com/security/

2 Deklarimi i problemit
Pra e cekëm edhe më lart se me lindjen e internetit dhe rritja e madhe e kompleksitetit të
aplikacjoneve, siguria e tyre është bërë një pjes e domosdoshme dhe me rëndësi shumë
të veqant e primare për kompanit apo personat që i kanë ato në përgjegjësi të tyre, pasi
që këto aplikacjone janë të ekspozuara ku persona të ndryshëm me qëllime jo të mira
keq përdoruese apo fitim prurëse për ta mundohen që gjatë gjith kohës të shfrytezojn
ndonjë hapsir të cilën për arsye të mosdijes , neglizhencës apo diqka e ngjashme të jetë
harruar e ajo pjes të përdoret që aplikacjoni ynë të komprimitohet. Kështu që gjatë këti
punimi ne do të mundohemi që sado pak të kemi disa njohuri bazë se si duhet vepruar
që këto probleme të eleminohen në hapat e parë të zhvillimt të aplikacjonit si dhe pas
përfundimit të ti se si të vazhdojm me mirëmbajtje që siguria e ti të jetë e nivelit të lartë
edhe pse asnjëher nuk mund të ketë siguri absolute. (5)

2.1 Kërcënimet e Siguris në një aplikacion
Kërcënimet e siguris në një biznes janë të vendosur në lidhje me rrezikun e lidhur
me kërcënim. Kërcënimet më të zakonshme të siguris në një aplikacion janë: (2)
•
•
•
•
2.2

“Buffer overflow” (mbi ngarkesë)
“Cross – site scripting”
“SQL injection”
“Canonicalization”

Kërcënimet e zakonshme të sigurs së një aplikacioni

Një kërcënim është një mundësi që mund të provoj rrezikshmërin për asetet e
biznesit, të tilla si privatsin dhe integritetin e të dhënave. Metodat më anë të
cilave kryhen këto sulme janë të lehta për ti mësuar por në anën tjetër shkaktojnë
dëme të paparashikueshme dhe kompromitojnë sistemin në masë të madhe. Një
shembull i një kërcënimi është mundësia e një përdoruesi të pa autorizuar të
marr qasjen si përshembull emrin e përdoruesit dhe fjalkalimin dhe të ketë qasje
në të dhëna konfidenciale të një organizate. Të gjitha kërcënimet janë të
vendosura në lidhje me rreziqet e biznesit. Një kërcenim bëhet i madh nëse
rreziku i ndikimit të tij në biznes është më i lart. Sa më i lart të jetë ndikimi i t’i
në biznes aq më i lartë është kërcënimi ndaj ti. Pra kjo nuk është e mundur për tu
hartuar dhe për ta ndërtuar këtë aplikim të siguris deri sa nuk janë indentifikuar
kërcenimet ndaj siguris që mund ta lejojnë një përdorues keqdashës që mund të
shfrytzoj ndonjë dobësi të siguris në sistem. Një mënyr e mir për të analizuar
aplikimin në nivel të kërcënimeve është edhe kategorizimi i tyre simbas dobësis
në aplikacjon. (2)

Në tabelën me posht do të listojm dhjet kategorit e dobësis së aplikacjonit.
Kategoria (2)
•
•
•
•
•
•
•
•
•

•

Jo validimi i input SQL injektimeve,
dhe “canonicalization”
Thyrja e authentifikimit
Thyrja e authentifikimit
Pësim nga konfigurimi i
menaxhmentit
Ekspozimi i të dhënave të ndjishme
Menagjimi i dobët në seanca
Kriptografija e dobët
Manipulimi parametrik
Përjashtimet e menagjimit të pa
përshtatshme – shpërndarja e
informacioneve dhe mohimi i
shërbimeve.
Auditim i varfër

Kërcënimet (2)
•
•
•

•
•
•
•

“Buffer overflow”, “cross-site”
skriptimi,
Përgjimi i rrjetës, brute-froce sulmet,
sulmet me fjalor, “cookie replay” dhe
vjedhja e kredencjaleve
Qasje të pa autorizuar për të pasur
qasje në interfejsa të administratorit,
qasje të pa autorizuar në konfigurimin
e storigjave, rikthimi si tekst i pastërt i
të dhënave të konfiguruara, mungesa e
përgjegjësis individuale, dhe
overprevilegjet si dhe shërbimet e
llogarive.
Qasja në të dhëna të ndjeshme në
nërhyrje të rrjetit, në disqe apo edhe
përgjime.
Hakimet sezonale, përsëritja e kësaj
sezone, dhe manin the middle
Brezi i varfër i gjeneratës së qelcave
apo i menaxhimit të qelcave apo
enkriptimit të dobët
Mohimi i një operacijoni të caktuar
nga një përdorues shfrytëzim i një
aplikimi pa asnjë gjurmë.

3 Literatura e shfletuar
3.1 “Buffer over-run”
Përdoruesit me qëllime të këqija mund të shfrytzojn “Buffer over-runs” për ta ndryshuar
rrugën e ekzekutimit të programit që është në funksion, ku pastaj mund të përdorin atë
për të anashkaluar mbortjen e sigurs në komjuter, duke i lejuar keqbërësit të fut në
funksion kode arbitrare. (6)
Një “buffer overrun” ndodh kur një “buffer” deklarohet në “stak” që është i mbishkruar
nga kopjimi i të dhënave që është më i madhë se “buffer-i” në atë “stack”.
Adresa e kthimit të këti funksioni është e mbishkruar nga adresa e cila është e zgjedhur
nga sulmuesi, i cili është përfshir në të dhënat e kopjuara. Kjo rezulton që është duke
funksionuar kodi i sulmuesit në kontekst të programit. “Buffer overrun” mund të
ndodhë kur është përpiluar kodi i cili më nuk e kontrollon madhësin e të dhënave që
kopjohen te “stack”. (6)
“Buffer over-run” kryesisht ekzistojnë në C / C++ kode për shkak të nivelit të ulet në
menaxhimit të kujtesës që është në dispozicjon te këto gjuhë programuese.
Janë katër lloje të “Buffer overrun”, “stack”(raftet) - e bazuara ne “Buffer over-run”,
grumbullimi i “over-runs”, v-tabelat dhe funksion treguesit që mbishkruajn “over-runs”
dhe përjashtimi mbishkrimit të manovruesit (hanler) “over-runs”.
Gjatë ekzekutimit normal, kur një procedur thirret, adresa e kthimit shënon vendodhjen
e kodit që është thirrur që vendoset në raft “stack”. Si reuzultat, kur procedura
përfundon ekzekutimin, kontrolli e kthen në lokacion origjinal. Parametrat dhe variablat
janë tani të shtyra në rafte “stack” kur adresa është kthyer. Në fund të kësaj procedure,
rafti “stack” “unwinds” dhe hapsira në disk është e bonifikuar. Kur rafti (stack) kthehet
në adresë. Kontrolli kthehet në vend origjinal.
Me “buffer over-runs” nuk ka asnjë limit për sasin e të dhënave që mund të vendosen në
“buffer”. Përoruesit me qëllime të këqija mund të mbishkruajnë pothuajse gjithqka në
rafte “stack”. Këta përdorues gjithashtu mund të kontrollojn vlerat e vendosura në rafte
të tilla si adresat që kthehen. Nëse përdoruesi keqadashës mbishkruan një adres kthyese
me një adrese me procedur me qëllim të keq, kjo procedur do te ekzekutohet me të
njejtin previlegj si të programit origjinal. Kjo mund të rezultoj në dëmtim të rënde në
një sistem nëse procesi ëhtë i ngritur me privilegj të administratorit. Si rezultat i kësaj ju
duhet gjithmon të zbatoni strategjinë e përgjithshme në zbutjen e rrezikut për drejtimin e
proceseve me sa më pak previlegje të mundshme. (7)

Në vijim shohim një fragmet të kodit që tregon një shembull të përbashkët për dobësin e
“ buffer overflow ”. (2)
Void UnSafe (const char* uncheckedData)
{
Char localVariable{4};
Int anotherLocalVariable;
Strcopy(localVariable, uncheckData);
}
Figura 1, Kodi “buffer overflow” (2)

Ky kod përcakton një “buffer“ i cili mund të mbaj vetëm 4 byte të të dhënave. Nëse një string
më i madh se 4 byte ka kaluar në funksion, “strcpy“ funksioni mund të mbishkruaj adresën e
kthyer në rafte “stack” për shkak se rafte “stack” punojn nga lart deri posht. Kjo është e
rrezikshme për arsye se nëse adresa është e mbishkruar me një adres me qëllim të keq, kjo
procedur do të mbishkruhet me privilegje të njejta si programit origjinal. (2)
GS kompajler opcionet në Microsoft Visual C++, NET(Visual C++ 7.0) ndihmon në kufirin e
kodit të prekshëm nga disa lloje të sulmeve që dalin nga “buffer overflow“. Duke përdorur
kompajllerin, zhvilluesit mund të përdorin String funksionet e cenushme të tilla si strcpy() dhe
të vazhdojn të jenë të sigurt se kodi i tyre do te jetë i sigurt nga sulmet me rafte “stack”. Kështu
që kompajllerët duhet të përdoren nga shkrimet standarde të kodeve. (8)

3.2 Qka është një SQL Injektim
Ka shum mënyra për të sulmuar një bazë të dhënash. Sulmet e jashtme mund të
shfrytzojn dobësit e konfigurimit që e ekspozojn një server me bazë të të dhënave.
Ndërsa kërcenimet e brendshme mund të përfshijn një administrator të rrejshëm ose
mashtrues që ka qasjne në rrjet ose ka qasje në bazën e të dhënave duke aktivizuar aty
ndonjë kode me qëllim të keq. (5)
Një sulm SQL injektim në bazën e të dhënave shfrytzon dobësit në input ku bëhet
validimi apo miramitimi ku pastaj fut në funksion komanda arbitrare në daze të të
dhënave.
Një SQL injektim ndodh kur jeni duke përdorur një input me vargje “string” të
pakontrolluara në SQL të deklarauara drejt një baze të të dhënave. Duke përdorur SQL
injektim sulmet, keq bërësi apo sulmusi mund të ekzekutoj komanda arbitrare në bazën
e të dhënave. (5)

Përdorusi me qellmi të keq mund të shfrytzoj dobësit e SQL injektimit në mënyrat si
vijojn më posht:
•

•
•
•

Zbulimi i bazës së të dhënave. Përdoruesit me qëllim të keqe mund të
përdorin “default Open Database Connectivity”(ODBC) lidhja e
objekteve dhe mbishkrimi bazës së të dhënave (OLEDB) mesazhet e
gabuara qe kthehen në “Active Server Pages” (ASP) për të hetuar
dizajnin e një baze të dhënash.
Anashkalimi i autorizimit. Përdorusi me qëllim të keq mund të modifikoj
autorizimin bazë për të fituar fyrje në një bazë të dhënash.
Ekzekutimi i shumtë i SQL deklaratave. Përdoruesi me qëllim të keq
mund të shtoj SQL deklarata shtes në ato të shkruara nga zhvilluesi i saj.
Duke thirrur “System – Stored” procedurat në Microsoft SQL Server.
Përdoruesi me qëllim të keq mund të ekzekutoj, ndonjë procedur të
ndërtuar të cilat vin me SQL server për të hyrë në funksinoim të serverit.
(5)

Shiko kodin më posht :
SELECT * FROM Users
WHERE UserName = ‘” +txtuid.Text +”’”
Sulmuesit mund të injektojn SQL duke ndërprer qëllimin e SQL deklaratat me simbole
“single – quote” i cili pasohet nga një simbol “ ;” pikëpresje qe fillon një komand të re,
dhe pastaj ekzekuton komandën që e zgjedh ai. (1)
Shiko kodin më posht:
‘ ; DROP TABLE Customers –
Ky kod paraqet deklaraten në bazën e të dhënave për ekzekutim:
SELECT * FROM Users WHERE UserName=’ ‘ ; DROP TABLE Customers -Pra ky kod fshin tablen Customers nëse aplikuesi është i lloguar me qasje të mjaftushme
në këtë bazë të të dhënave. Shenja minus e dyfisht “ - -“ tregon një koment ne SQL dhe
komentet largojn gjdo karakter që është aty i shkruar nga programuesi.
Gjithashtu mund të përdoren mënyra tjera siq është kjo:
‘ OR 1=1 -Kjo krijon këtë komand

SELECT * FROM Users WHERE UserName= ‘ ‘ OR 1=1 –
Për arsye se 1 = 1 është gjithmon i vërtet, kështu sulmuesi rinxjerr gjdo rresht të të
dhënave nga tabela Users .

Figura 2, SQL Injektimi. (9)

Përpos që sulmet me SQL Injektim mund të kryhen manualisht duke shkruar kodin keq
bërës, ato sot kryhen edhe me aplikacione të cilat mund të shkarkohen nga interneti. Më
poshtë do ti cekim pesë aplikacionet më të njohura që realizojnë SQL Injektimet.
1. “Havij SQL Injection”
2. “Pangolin”
3. “The Mole”
4. “SQLNinja”
5. “Safe3SI” (9)
Gjithashtu ofrimi i shërbimeve elektronike sot varet nga web aplikacionet të cilat janë të
ekspozuara rrezikut të madh nga keqëbërësit e shumtë gjithandej globit. Sipas një
raporti të bërë nga “Application Defense Center” thuhet që: prej shumë llojeve të
sulmeve ndaj web faqeve, më së shpeshti përdoret sulmi me SQL Injektim pasi që është
vërejtur që shumica e web aplikacioneve e kanë dobësi ose nuk janë të mbrojtura nga
sulmet me “me injektim” siq janë:
• “Shell injection”
• “Scripting language injection”
• “File inclusion”
• “XML injection”
• “SQL injection”
• “LDAP injection”
• “SMTP injection” (1)

3.3 Qka është “Cross-Site” Skriptimi
“Cross-Site” Skriptimi është një e metë që ndikon ne web faqe. Ajo mund të përdoret
për të vjedhur të dhëna në “cookies”, ku një sulmues mund të gënjej një përdorues për të
pasur pastaj qajse në të dhëna personale në web faqe. (7)
Skriptimi “Cross–site” përfshin Web aplikacione të cilat në mënyre dinamike gjeneron
faqet HTML. Nëse këto aplikacione shtojnë në input edhe userin në faqet që ato
gjenerojn, përdoruesit që kanë qëllim të keq mund të përmbaj në faqet që ekezekuton
një script të dëmshme në shfletuesin e klientit.
“Tags” skriptimi që për përdoruesit e demshëm mund ti shtoj në këtë mënyrë duke
përfshirë: <script>, <object>, <applet>, <form> and <embed>. Shfletuesi ekzekuton
skriptat e dëmshme në kontekstin e sigurise së Web faqes nga i cili ka origjinën e
skriptës. (10)
Skripta me qëllim të keq mund të kryej disa veprime, të tilla si monitorimi i përdoruesit
të web sesionit dhe percjell të dhënat tek përdorimuesit me qëllim të keq (sulmuesi).
Skripta gjithashtu mund të ndryshoje përmbajtjen që shohin përdoruesit në ekran, duke
jep informacione të pasakta. Ajo skript me qëllim të keq aktivizohet përsëri sa herë që
përdorusi kthehet përsëri në atë web faqe. (10)
Me “Cross-site” skriptim, një përorues me qëllime të këqija mundet të:
•

Fut tagje të HTML, të tilla si <script>, në mesazhet dhe njoftimet në bordet
diskutuese. Kur një klient lexon mesazhin apo postimin me një shfletues, tagjet
HTML qëllim të keq janë interpretuar dhe ekzekutuar në shfletuesin e klientit.

•

Përdorni tags HTML <form> që të ridrejtoj informacion privat. Përdorues
keqdashës HTML tags <form> në hyperlinks që janë tipike e-mail për
përdoruesit që nuk dyshon. Kur nje përdores klikon linkun, nje <form> tag është
i vendosur në HTML kod nga një cebsite i vërtet. (legitimate - dmth jo fallc).
Veprimi i atributit tag <form> është modifikuar në mënyrë që informacioni
mund të postohen seanca për përdoruesit me qëllim të veb faqeve. (2)

3.4 Qka është “Form-Based” Sulmi
Shumica e “Web-Based” e-mail ofruesve dhe bordit të administratorëve diskutojn dhe
janë të vetdijshëm për këtë lloj sulmi për të bërë validimin e përdorusit para dhënijes së
inputeve tjerë para klientit.
Në këtë lloj të sulmit, përdorusi me qëllim të keq vendos një script të bllokuar në një
mesazh që dërgohet me një email ku përdoruesi nuk dyshon që do të lexohet dhe
përdorur ndonjë shfletues (browser). Kur përdoruesi e hap mesazhin apo e klikon këtë
table skripta veq është interpretuar dhe ekzekutuar në shfletuesin ‘browserin’ e
përdoruesit. (2)

3.5 Qka është “Canonicalization”
Ndonjë herë ne dizajnojm aplikacjone për të marrë vendime që janë të bazuara në emra
të fila-ve. Për shembull një aplikacjon që përdor .jpg ose .gif file ekstenzjonet për të
determinuar se si ti qasemi këti file. Ju nuk duhet të lejoni që qasja të jetë e bazuar në
emer të fajllit për arsye se përfaqsimet aleternative mund të evitojn sigurin tonë të
implemetuar dhe të qoj në dobësin e “Canonicalization-it “.
“Canonicalization” është një form e ndryshushme e inputeve që zgjidhet me të njejtin
standard ose emer të pranuar “caonicalization”. Kodi veqanërisht është I ndjeshëm ndaj
ndjeshmëris së “canonicalization-it” në qoft se ai merr vendime në baze të siguris në
emer të një burimi që ka kaluar në program si input. Fajllat, shtigjet “paths” dhe URLs
janë llojet e burimeve që janë të prekshme për “canonicalization” për arsye në gjdo rast
ka disa mënyra për të përfaqësuar të njejtin emer. (2)

3.6 9.0 SD3+C Siguria “Framework”
Hapi i parë dhe më I rëndesishem drejt një praktike të sigurt dhe të mirë është që të
sigurohemi se siguria është një dizajn pjesë integrale e të gjith procesit të zhvillimit të
tërë. “Secure Windows Initiative” një grup i Microsoftit ka një strategji të thjeshtë që
quhet SD3+C.
Kjo strategji SD3+C “framework” ka gjithsej katër koncepte:
•
•
•
•

“Secure by design”
“Secure by default”
“Secure in deployment”
“Secure by communication”

Këto koncepte kanë formuar procesin e zhvillimit për ti ndihmuar ato në ofrimin e
sistemeve më të sigurta.
“Secure by design” do të thotë që ju keni marrë hapat e duhur për tu siguruar dizaji i
përgjithshëm I produktit është I sigurt që nga fillimit. Nëse siguria është e projektiar se
një produkt tipar e jo të konsiderohet si një vler e shtuar në funksion, të jetë e përfshir
kur është koha, ky produkt do të rezulton shum më i sugurt se në qofttë se produkti
është shtuar si një mendim i mëvonshëm. (4)
Sigura e produktit në bazë të “Secure by design”, përfshin modelimin e kërcënimeve në
fazën e projektimit dhe në të gjith projektimin dhe për të identifikuar dobësit e
mundshme. Modelimi I kërcënimeve ka dëshmuar se mund të jetë jashtëzakonisht
efektiv në përcaktimin e nivelit të lartë të siguris, rreziqet e paraqitura të produktit dhe si
sulmet mund të ndodhin. (4)
“Secure by default” nënkupton se ai produkt është i siguruar jashta kutis. Nëse
karakteristikat janë opcjonale, ato janë të ndalura “by default” në mënyr automatike.
Nëse një funksion nuk është I aktivizuar at’herë sulmuesi nuk mund ta keqpërdor
produktin tonë. Duhet të sigurohemi që japim sa më pak privilegje për të ekzekutuar
produktin tonë. Në këtë raste gjdo qëllim I keq nga një sulmues ka më pak pasoja të
renda se në qoft se ai ekzekuton një kodë me qëllime të dëmshme me një llogari të
përdoruesit që ka privilegje të administratorit. (11)
“Secure in deployment” do të thotë se sistemi mund të mirë mbahet pas instalimit. Nëse
një produkt është i vështir për tu administruar, ai do të jetë edhe më i vështir për të
ruajtur mbrojetjen kundër kërcënimeve të ndryshme të siguris. Fillimisht duhet të
sigurohemi që përdoruesit janë të edukuar (arsimuar) për të përdorur sistemin e tyre në
një mënyr të sigurt. Nëse ndonjë dobësi e siguris është zbuluar dhe ndonjë “patch”
(harrnim) është gjithsesi i nevojshëm, duhet të sigurohemi se ai është I testuar plotësisht
për brenda dhe pastaj të lëshohet në kohën e duhur. (5)
“Secure by communication” fokusehet në krijmin e kjart dhe të përmbledhur të
dokumenteve. Dokumentacjoni duhet të reflektoj praktikat më të mira që të shpiegoj se
si duhet të përdoret produkti sigurt kur ka të bëje në lidhje me këcënimet specifike.
Kodet mostër shpesh herë janë trajtuar edhe si dokumentacjon për shkak se ato
shumicën e rasteve janë përdorur si template (model) nga zhvilluesit tjerë. Si rezultat në
qoftë se kodi tamplate (model) nuk është I sigurt at’herë edhe I gjith produkti nuk do të
jetë i sigurt. Gjithashtu “Secure by communication” kërkon që mirëmbajtësit e këti
produkti të jenë të përfshir në grupet e lajmeve ku mund të marrin njohuri në lidhje me
praktikat me të mira të siguris. Kjo qon në një zgjidhje të shpejt të pytjeve të
mundshme. (2)

3.7 Cka është modelimi i kërcnimëve
Modelimi i kërcënimeve është siguria bazë e analizuar e një aplikacioni. Kjo është një
pjesë e procesit të dizajnit.
Modelimi i kërcënimeve:
▪
▪
▪
▪
▪

Zvoglon koston e sigurimit të një aplikacioni.
Ofron një proces logjik dhe efikas.
Ndihmon ekipin e zhvillimit për
Të identifikuar kur aplikacioni është më i pambrojtur.
Përcakton se cili threats kërkon lehtësim dhe si duhet adresuar atyre

Modelimi i kërcënimeve na lejon sistematikisht të identifikoni dhe të vlersoni “threatsat” që kan më shumë gjasa të ndikojnë në sistem.
Modelimi i kërcënimeve është një qasje analitike qe ndihmon dizajneret të përcaktojnë
aspektin e sigurise së specifikimeve të dizajnit. (12)
Modelimi i kërcënimeve thekson se ne nuk mund të ndërtojmë sisteme të sigurta nëse
nuk kuptojm “threats-at” që sistemet përballen me to. Procesi synon të vlersojë
kërcënimet ndaj një aplikacioni me qëllim të reduktimit të pasojave të një sulmi.
Modelimi i kërcënimeve është i thjesht, edhe pse kërkon një investim të rëndësishëm në
kohë dhe disa praktika për të marr. Megjithate, koha e shpenzuar gjatë kësaj faze është
një investim i mir. Gabimet, lëshimet e gjetur gjatë kësaj faze të zhvillimit janë shumë
më lehtë dhe më pak të kushtushme për tu rregulluar sesa ato që gjinden në një fazë
tjetër të produktit per shembull kur ai veq hyn në pune. (12)
Në një tjetër funksion të threat modelimit është se ajo ka një qasje të strukturar që është
me shumë “cost-efficient” dhe efektive se sa të aplikojm karakteristikat e sigurisë në një
mënyre të rastësishme. (13)
Pa modelimi i kërcënimeve, ne nuk mund të dimë saktësisht se cfar kërcënime ka gjdo
funksion që është menduar për tu adresuar. Kjo natyrisht krijon një dizajnë të fort të
sigurisë, e cila është pjesë e specifikimeve të dizajnit formal të aplikacionit tonë.
Për më tepër, modelimi i kërcënimeve lejon identifikimin sistematik dhe vlersimin e
kërcënimeve që kanë më shumë gjasa të ndikojnë në sistemin tuaj.

Modeli i kërcënimeve jep përfitime të ndryshme. Për shembull, kjo mundëson për ta
kuptuar aplikacionin tonë më mirë. Antaret e ekipit të cilt kalojnë kohe duke analizuar
aplikacjonin në një formë të strukturar në mënyrë të pashmangshme të zhvillojnë një
kuptim më të thellë se si aplikacioni funksionon. (13)
Për më tepër, modeli i kërcënimeve ndihmon gjetjen e gabimeve apo lëshimeve.
Shqyrtimi i procesit shtesë i modelimit të kërcënimeve qon procesin e zbulimit të
gabimeve/lëshimeve që nuk janë të lidhura me sigurin. Modeli i kërcënimeve gjithashtu
ju mundëson për të identifikuar dizajnin kompleks të gabimeve/leshimëve. Natyra e
procesit analitik mund të zbuloj sigurin komplekse multistep ku disa gabime/lëshime të
vogla kombinohen për shkak të një dështimi të madh. Njësia testimit kryhet nga
zhvilluesi i saj dhe shumica e planeve të testit mund të humbin në këtë lloj të
cenueshmërise. (9)
Megjithatë, një tjetër përfitim i modelimit të kërcënimeve është se ajo ndihmon antarët e
rinjë të ekipit të zhvillimit të bëhen të njohur me arkitekturën e produktit. (2)

3.8 Modelimi i kërcënimeve Procesi
1.
2.
3.
4.
5.
6.

Identifikimi i Aseteve
Krijon një pasqyre të arkitekturës
Zbërthimi i Aplikacjonit
Identifikimi i Kërcënimeve
Dokumentimi i kërcënimeve
Shkalla e kërcënimit

Modelimi i kërcënimeve nuk është një proces i cili kryhet një herë , por është një proces
përsëritës që fillon gjatë fazave të hershme të krijmit të një aplikacjoni e vazhdon gjatë
gjith ciklit të jetës së aplikimit të këti aplikacjoni. Janë dy arsye për këtë. Së pari është e
pamundur për të identifikuar të gjitha kërcënimet e mundshme në një faze të vetme. Së
dyti, modelimi i kërcënimeve duhet të përsëritet pasi që aplikacioni do të evolvon kohë
pas kohe sepse rrallë ka aplikacjone statie të gjitha pothuajse vazhdimisht duhet të
përshtaten me kërkeseat e bizneseve të ndryshme. (14)
Modelimi i kërcënimeve procesi përfshin hapat e mëposhtëm:
3.8.1 Hapi 1. Identifikimi i Aseteve
Në këtë hap, duhet të identifikohen asetet që kanë nevoj për mbrojtje. Ato mund të
rangohen nga të dhënat kofidenciale, si të klientëve apo të bazës së të dhënave.

3.8.2 Hapi 2. Krijon një pasqyrë të arkitekturës
Pas identifikimit të aseteve, ne duhet të dokumentojmë funksionimin e aplikacjonit
përkatës, arkitekturën e ti vendosjen fizike konfigurimin dhe format e teknologjis që
bëjnë pjes në zgjidhjet tona. Gjithashtu duhet shikuar për dobesit e mundshme në
hartimin ose zbatimin e aplikacjonit. Gjatë këti hapi duhet të kryhen këto detyra të
poshtë shënuara:
•

Identifikimi qfar operazjone kryen aplikacjoni. Të dokumentohen rastet e
përdorimit për të na ndihmuar që ta kuptojm kërkesën tonë dhe qëllimin
e përdorimit. Kjo gjithashtu ndihmon për të përcaktuar se si aplikacjoni
mund të keqpërdoret.

•

Krijmi i një diagrami të arkitekturës. Një diagram i Arkitekturës
përshkruan përbërjen dhe strukturën e një aplikacjoni, nënsistemet e saj
dhe karakteristikat fizike të vendosjes së ti. Në varësi të kompleksitetit të
aplikacjonit, ne mund të kemi nevoj për ta zbërthyer diagramin e
arkitekturës në disa diagrame që të përqendrohemi në disa fusha të
caktuara.

•

Identifikimi i teknologjis. Na ndihmon që të përqendrohemi në
teknologjit specifike për kërcënimet e më vonshme në proces. Gjithashtu
na ndihmon për të përcaktuar teknikat e sakta dhe më të përshtatshme.
(14)

3.8.3 Hapi 3. Zbërthimi i Aplikacionit
Pasi të krijohet diagrami i arkitekturës, duhet të zbërthehet aplikacjoni në mënyr që të
krijohet siguria në profilet bazë në zonat tradicjonale të cenushmëris. Duhet të
identifikohen kufijtë e besimit, rrjedhja e të dhënave, pikat e hyrjes, dhe kodi i
privilegjuar.
Gjatë Këti hapi kryhen detyrat e mëposhtme :
•

Identifikimi i kufijve të besueshëm. Identifikimi i kufijve të besushëm që
rrethojn secilen prej aseteve që e rrethojn aplikacjonin tonë. Dizajni i
aplikacjonit tonë i përcakton asetet.

•

Identifikimi i rrjedhjës së të dhënave. Duhet të fillohet nga niveli më i
lart dhe pastaj në mënyr të përsëritshme të zbërthehen aplikacjoni duke
analizuar rrjedhën e të dhënave në mes të nënsistemeve individuale.

•

Identifikimi i pikave të hyrjes. Identifikimi i pikave të hyrjes në
aplikacjonin përkatës pasi që ato shërbejnë edhe si pika të hyerjes për
sulme. Pikat e hyerjes mund të përfshijnë një “ front-end Web”
aplikacjon duke dëgjuar “HTTP” kërkesat.

•

Identifikimi i kodit me previlegje. Kodi I privilegjuar lejon
veqanta të burimeve të sigurta dhe kryen operacjone të
privilegjuara. Një shembull I kodit të privilegjuar është
komponent rinxjerr të dhëna nga një SQL Server me bazë të të
sepse ka qasje në një SQL Server, që është një burim I sigurtë.

•

Dokumentimi i profilit të siguris. Duhet të identifikohet dizajnimi dhe
zbatimi për qasjet e përdorura për validimin e inputeve, authentifikimn,
autorizimin , konfigurimin e menagjimit dhe zonat e mbetura në të cilat
aplikacjoni mund të jetë i prirur për të qenë më i dobët. (2)

lloje të
tjera të
kur një
dhënave

3.8.4 Hapi 4. Identifikimi i Kercenimeve
Në këtë hap, ne duhet të indentifikojm kërcënimet që mund të ndikojn në sistemin tonë
apo mund ti kompromentojnë asetet apo pasurit tona. Për të kryer këtë proces të
identifikimit, duhet të mblidhen të gjith antarët e ekipit të zhvillimit dhe ekipet e testimit
së bashku për të zhvilluar një seance me informimin e ideve dhe shkembimin e tyre në
një përballje me mënyr të hapur. Kjo është një mënyr e thjesht por edhe efektive për të
identifikuar kërcënimet e mundshme. (7)
Gjithashtu mënyra më e gjerë për indentifikimin e kërcenimeve është duke përdorur “
spoofing”, “ tampering” , “repudiation”, “information disclosure”, “denial of service”
apo mohimi i shërbimeve dhe lartesia e previlegjit , e gjith kjo ndryshe quhet (STRIDE)
model. Të gjitha këto kategori më posht do ti sqarojm me radhë. (10)
Gjatë këti hapi kryhen këto detyra :
•

Identifikimi i kërcënimeve në rrjetë. Duhet analizuar topogjia e rrjetës dhe të
kërkohen dobësit e mundshme në të. Të sigurohemi se rrjeti nuk është i
ndjeshëm në ndonjë paisje që nuk është shum e dëshiruar gjithashtu edhe në
konfigurimin e serverëve.

•

Identifikimi i kërcënimeve në hoste. Të shikohet për dobësit nëpërmjet
konfigurimit të dobët tt siguris në hoste. Duhet të kemi parasysh gjdo përditsim
në sistem, shërbimet që kryhen brenda ti, llogarit e shfrytzuesve, portet që janë
të hapura , mënyra e auditimit dhe logimit të përdoruesve.

•

Identifikimi i kërcënimeve të aplikacjonit. Duke e aplikuar profilin e siguris që u
përmend më lart ne kështu kemi krijuar fazat që i kemi lart përmendur te
modelimi i kërcëmeve procesi. Kështu në këtë pjesë duhet të fokusohemi në
kercenimet e aplikacjonit , në teknologjin specifike dhe në kodet e kërcënushme.
Gjithmonë duhet të shikojm për mundësit të tilla siq janë validimin e të dhënave,
kalimi i kredencialeve të authentifikimit mbi lidhjen në rrjet, jo enkriptimi i të
dhënave, ose përdorimi i fjalkalimeve të dobëta apo politika e llogarive të
shfrytzuesve. (10)

3.8.5 Hapi 5. Dokumentimi i Kërcënimeve
Pas identifikimit të kërcënimeve, hapi tjetër është për të dokumentuar të gjitha
kërcënimet e identifikuara. Aty duhet të përfshihet edhe objektivi i kërcënimit dhe
përshkrimi i ti. Gjithashtu mund të përfshihen edhe teknikat e sulmit, të cilat na
ndihmojn të nxjerrhim në pah dobësit që shfrytzohen dhe kundërmasat e nevojshme për
të trajtuar kërcënimet.
3.8.6 Hapi 6. Shkalla e kërcënimeve
Pasi të jenë dokumentuar kërcënimet e mundshme, më pas kemi nevoj për të përcaktuar
kërcënimet më të rrezikshme. Për ta bërë këtë duhet të renditen kërcënimet.
Për ta bërë kalkulimin e rrezikut të kërcënimeve të mundshme ne mund të përdorimin
një shkall për shembull 10 (ku prej një nuk është e mundur të ketë rrezik dhe deri te 10
që është shum e mundshme) pastaj nje shkall 10 për potencialin e dëmeve( në të cilën 1
paraqet dëmin minimal dhe deri te numri 10 i cili paraqet një katastrof). Ne mund ti
ndajmë këto kërcënime edhe në tre grupe shkalleve. Rrezik i lart, i mesëm ose rrezik i
ulët në vlersim. Megjithatë kjo mënyr e vlersimit të rreziqeve është shumë e thjeshtë. Si
rezultat i kësaj Mikrosofti përdor një model i cili quhet “DREAD” model që e përsos
llogaritjen për të shtuar një dimension që vlerson qfarë ndikimi të kërcënimi të siguris
vërtet paraqet. (7)
▪

Dëmtimi potencial: Sa dëme mund të shkaktoj rreziku për sistemin

▪

Riprodhushmëria: Sa e vështir është për të riprodhuar kërcënimin

▪

Exaploitabiliteti: Sa leht është për një përdorues me qëllim të keq që ta
shfrytzoj një dobësi.

▪

Përdoruesit e prekur : Sa përdorues do të preken

▪

“Discoverability”: Sa e vështir është për të zbuluar dobësin

Aplikacjonet dhe organizatat përdorin kritere të ndryshme për elemnte të ndryshme në “
DREAD” modelin. Për shembull, formula e përdorur për të llogaritur rangun nuk është
e rëndësishme, sepse vlerat e realizuara janë relative me njëra tjetrën. (2)

3.9 Si ti kategorizojm Kërcënimet duke përdorur “STRIDE”
Lloji i kërcënimit
“Spoofing”

“Tampering with
data”

“Repudiation”
“Information
disclosure”

“Denial of
services”
Lartësia e
Privilegjeve

•
•
•
•
•
•
•
•
•

Teknikat Lehtësuese (Mitigation)
Përdorimi i përshtatshëm i authentifikimit
Mbrojtja e të dhënave sekrete
“Do not store secrets”
Përdorimi i përshtatshëm i autorizimit
Përdorimi i hasheve dhe kodet me mesazh authentifikues(MAC)
Përdorimi i nënshkrimeve digjitale
“Use tamper resistant protocols such as ssl/tls”
Përdorimi i nënshkrimeve digjitale
“Use timestamps and audit trails”

•
•
•
•
•
•
•

Përdorimi i autorizimeve dhe enkriptimit
Përdorimi i protokolleve me privatsi të shtuar
Mbrojtja e sekreteve
“Do not store secrets”
Përdorimi i përshtatshëm i authentifikimit
Përdorimi i përshtatshëm i autorizimit
Përdorimi i filtrimit dhe i “Throttling-ut”

•

Funksionimi me sa më pak privilegje

Pasi të jenë identifikuar dhe vlersuar kërcënimet, hapi tjetër është për të përcaktuar se si
duhet ti heqim ato kërcënime që ne i kemi identifikuar. Ky është një proces me dy hapa.
Hapi i parë është të përcaktohen teknikat që mund të na ndihmojn, dhe hapi i dytë është
që të zgjidhet teknologjia e përshtatshme për ta eliminuar kërcënimin.
Kërcënimet ndaj një aplikimi mund të zbuten duke zbatuar teknikat lehtësuese
“mitigation”. Kategorit e ndryshme të kërcënimeve të teknikat lehtësuese “mitigation”
janë:
“Spoofing”. “Spoofing” përfëshin paligjshmërin e qasjes duke kryer përdorimin e një
shfrytzuesi tjetër duke shfrytzuar informatat e authentifikimit siq janë emri i përodruesit
dhe fjalë kalimi. Për shembull një përdorues me qëllim të keq mund të anashkaloj
autorizimin duke përdorur një SQL injeksion dhe duke supozuar rolin e administratorit
të sistemit. Ne mund të përdorim teknikat e mëposhtme për të zbutur kërcënimet “
Spoofing”. (6)
•
•

Përdorimi i përshtatshëm i authentifikimit
Mbrojtja e të dhënave sekrete

•

“Do not store secrets”

“Tampering with data”. Pra “Tampering with data” ose thënë ndryshe ngaterrimet me
të dhëna përfëshijn përdoruesit me qëllim të keq ku ata i modifikojn të dhënat. Për
shembull duke bërë ndryshme të pa autorizuara të të dhënave të vazhdueshme është një
shembull i ngatërrimit të të dhënave “Tampering with data”. Shembuj të të dhënave të
vazhdueshme mund të jenë të dhënat e një daze të të dhënave që mund të rrjedhin midis
dy komjuterëve në një rrjet të hapur siq është interneti. Për të zbutur “ Tampering with
data” mund të përdorim teknikat e mëposhtme:
•
•
•
•

Përdorimi i përshtatshëm i autorizimit
Përdorimi i hasheve dhe kodet me mesazh authentifikues(MAC)
Përdorimi i nënshkrimeve digjitale
“Use tamper resistant protocols such as ssl/tls”

“Repudiation”. “Reputation” (mos njohja) përfshin kërcënime lidhur me perdorusit ku i
është mohuar një veprim, dhe kur pala tjetër nuk kan asnjë mënyr për ta provuar
veprimin. Ne mund të zbusim kërcënimet “Repudation” duke përdorur teknikat e
mëposhtme:
•
•

Përdorimi i nënshkrimeve digjitale
Use timestamps and audit trails

“Information disclosure”. “Information disclosure” (zbulimi i informacionit) përfshin
ekspozimin e informacionit për indivit të pa autorizuar. Për shembull leximi i të dhënav
në mes të dy organizatave. Një tjetër shembull i zbulimit të informacionit është duke
përdorur “cross-site scripting” për të vjedhur “cookies” për një user tjetër. Për të zbutur
sulmet “Information Disclosure” mund të përdoren teknikat e mëposhtme:
•
•
•
•

Përdorimi i autorizimeve dhe enkriptimit
Përdorimi i protokolleve me privatsi të shtuar
Mbrojtja e sekreteve
“Do not store secrets”

Denial of service. “Denial of service” (mohimi i shërbimeve) përfshinë mohimin e
shërbimit për përdoruesit e vlefshem. Një shembull mund të jetë kur për shembull një
web server bëhet I pa disponushem ose thënë ndryshe I pa përdorshëm për një kohë të
caktuar. Sulmi në “bandwith” mbingarkon rrjetin me volum të lartë të trafikut duke
përdorur burimet ekzistuese të rrjetit, duke i privuar përdoruesit legjitim të këtyre
burimeve. Një tjetër shembull mund të shfrytzohet një “buffer overrun” qe mund të

shkaktoj një ristartim të serverit. Kështu në mund të përdorim këto teknika për të zbutur
sulmet e mohimit të shërbimeve:
•
•
•

Përdorimi i përshtatshëm i authentifikimit
Përdorimi i përshtatshëm i autorizimit
Përdorimi i filtrimit dhe i “Throttling-ut”

Ndërsa llojet e sulmeve “Denial of service” janë :
•
•
•
•
•

“Smurf-DDoS amplified Ping Flood”
“Buffer Overflow Attack”
“Ping of Death”
“Teardrop”
“SYN-Half open” (4)

•

“Smuf Attack” – është kategorinë e sulmeve kundër hostave në nivelin
të rrjetit. Keq bërësi apo sulmuesi dërgon një numër të madh të ping
ICMP ECHO në brodcast IP adresat, të gjitha këto paketa kanë adresën e
rrejshme të një viktime. Nëse pajisja që e routon trafikun i pranon këto
IP broadcast paketa, hostat në atë IP rrjetë do të marrin ICMP kërkesën
dhe do të përgjigjen asaj kërkese secili, duke e shumëzuar trafikun me
numrin e hostave të cilët përgjigjen. Një rrjet i cili përbëhet nga më
shumë rrjete “subnets” që përmbajnë shumë kompjuter të cilët i
përgjigjen secilit paket duke siguruar që IP adresa e tij është bërë
“spoofed” të mos jetë në gjendje të pranoj ose dalloj trafikun legjitim.
(11)

•

“Buffer Overflow Attack” - është një nga llojet më të zakonshme të
DoS sulmeve, është jashtëzakonisht efektiv në komprometimin e sigurisë
së sistemeve të cilat nuk janë të mbrojtur “vulnerable”. Përdoret nga
distanca për të dëmtuar sistemet e pambrojtura duke dërguar trafik të
madh në mënyrë të vazhdueshme ndaj një aplikacioni. (4)

•

“Ping of Death” - në këtë rast një sulmues dërgon ICMP ECHO paketa
me më shumë se 65.536 bajt të cilat pranohen nga IP protokolli.
Fragmentimi është një nga tiparet e TCP/IP e cila ndan një paket IP në
segmente më të vogla. Sulmuesi mund të përfitoj nga ky tipar i TCP/IP.
Nëse sulmuesi merr një paket të fragmentuar atëherë ati paketi ai mund ti
shtoj më shumë se 65.536 bajt të lejuar ku si pasojë sistemi operativ nuk
di se qfar duhet të bëjë kur të pranojnë këto paketa me madhësi mbi
normalen e lejuar dhe si pasoj sistemi ngrihet, dëmtohet ose ri startohet.
(4)

•

“Ping of Death” - është i rrezikshëm pasi identiteti i sulmuesit i cili
dërgon paketa me madhësi më të madhe mundet thjeshtë të maskohet. Po

ashtu sulmuesit nuk i nevojitet të dije ndonjë gjë tjetër rreth atij
kompjuteri të cilin e sulmon përveç IP adresës së tij. (7)
•

“Teardrop”- Internet Protokoli (IP) lejon që një paket që është shumë i
madh të cilën interface dalës i routerit i lejohet ta mban atë, sulmuesi
mund të shfrytëzoj këtë dobësi për të nisur DoS sulme. Paketat e
fragmentuar identifikojnë një offset në fillim të paketit origjinal që lejon
paketin origjinal për tu ri konstruktuar nga sistemi pranues. Në sulmet
“Teardrop”, sulmuesi manipulon vlerën e offsetit të dytë ose të ndonjë
fragmenti tjetër për të mbivendosur fragmentin e mëparshëm. Pasi
sistemi operativ i pranuesit nuk ka një plan për këso lloj situatash, kjo
mund të shkaktoj dëmtimin e sistemit. Ky lloj i DoS sulmit po ashtu
mund të shkaktoj që sistemi të ngrihet, dëmtohet, ose të ri startohet. Ky
lloj sulmi ka qenë evident për një kohë, dhe shumica e prodhuesve të
sistemeve operative kanë arnimet për mbrojtje nga këto lloje të sulmeve.
(7)

•

“SYN Attack” – në fillimi të një TCP sesioni në mes të klientit dhe
serverit në një rrjetë ekziston një hapësirë relativisht e vogël e baferit për
të mbajtur mesazhet që këmbehen në rastin e hand-shaking-ut të cilin e
krijon sesioni. Paketat të cilat e krijojnë sesionin kanë një SYN fushë që
identifikon sekuencën e mesazhit i cili këmbehet. Sulmuesi mund të
dërgoj një numër të madh të kërkesave për të cilat dështon dërgimi i
përgjigjeve. Kjo e lë paketën e parë në bafër kështu që serveri nuk mund
të akomodoj kërkesat tjera legjitime për lidhje. Edhe pse server i refuzon
(I bënë drop) paketat në bafër që nuk kanë përgjigje, efekti i këtyre
kërkesave false është që ta bëjë të vështirë për kërkesat legjitime për
krijim të një sesioni. (4)

•

“Elevation of privilege”. Lartësia e Previlegjit(Elevation of privilege)
përfshin një përdorues pa privilegje i cili në një mënyr fiton privilegjet
dhe ka qasje të mjaftueshme për të kompromentuar apo të shkaktërroj të
gjith sistemin. Për shembull, duke shfrytzuar “buffer overrun” për të
fituar një komand “ shell” dhe pastaj duke e shtuar përdoruesin me
qëllim të keq në grup të administratoreve prej përdoruesit të thjesht. Për
të zbutur sulmet e kryera përmes lartësis së privilegjit përdorim këtë
teknike: (2)

4

Rezultati

4.1 Praktikat më të mira të siguris së aplikacioneve
Zhvilluesit apo programerët mund të përdorin teknika të ndryshme efektive për
të parandaluar sulmet e mundshme. Disa nga teknikat mund të pakësojn një rang
të gjerë të sulmeve. Në duhet të përdorim këto teknika, kur zhvillojm gjdo
aplikacjon në qfar do platforme të ndryshme.
Disa sulme mund të zbute me metoda të ndryshme. Në këtë pjesë ne do të
përmendim një grup të përbashkët të teknikave ku zhvilluesit mund të aplikojnë
për të zbutur kërcënimet e sigursi. Këto teknika janë :
•
•
•
•
•
•
•
•
•
•

Funksionimi me sa më pak privilegje
Aplikimi Standard “Default” i siguris
Vërtetimi i të dhënave të përdoruesit
Përdorimi i modelit mbrojtje në thellësi
Mos mbeshtetja në paqartësi
Mos futja e informatave sekrete
Përdorimi i aplikacjoneve për mbrojtjen e të dhënave (DPAPI)
Dështime Intelegjente
Testimi i siguris
Mësime nga gabimet (2)

Nga teknikat e lartpërmendura, disa nga këto do ti shpijegojmë më detajisht në
vazhdim.

4.2 Funksionimi me sa më pak privilegje
Koncepti është për të punuar me privilegje të mjaftueshme vetë sa për të marr punën që
kemi për të kryer dhe jo më shumë. Kodet me qëllime të këqija rrisin privilegjet rrugës
kur ato bëjë infektimin. Një kode me qëllim të keqë mund të shkakoj shum më pak
probleme si përdorues i thjesht se sa me privilegje të administratorit, kjo ndodh edhe me
sulmet “buffer overrun”. (13)
Është e domosdoshme që kërkesat të ekzekutohen me sa më pak privilegje. Arsyeja për
këtë është se në qoftë se një dobësi e siguris është gjetur në kode dhe sulmi mund të
injektoj kodin e dëmshëm, ai do të shkaktoj detyrat e ndjeshme, ose ekzekuton ndonjë
virus, kodi me qëllim të keq do të ndritet me të njejtat privilegje që është duke
funksionuar përdoruesi. Për shembull, nëse e kemi “Buffer overrun” që është duke
punuar nën kontekstin e siguris së një administratori, një përdoruesi me qëllim të keq

mund të mbishkruaj adresen e kthimit dhe të egezkutoj kodin e dëmshëm me të njejtat
privilegje. (3)
Një tjetër faktor për tu marrë parasysh është se shumca e viruseve të njoftur që
mbështeten në infektimin e komjuterëve përdorin llogarit që kanë previlegje të ngritura.
Është e lehtë për të krijuar aplikacjone që kërkojn përdoruesit të kenë qajsje të nivelit të
administratorit për arsye se në këto raste nuk shfaqen gabimet “errorat” e lejmit
“permission”, por ne nuk duhet ti lejojm këto gabime. (8)

4.3 Aplikimi Standard “Default” i siguris
•
•
•
•

Kufizimi i sa më pak privilegjeve në mënyr standarde
Konfigurimi i instalusit të aplikacjonit për të filluar një grup minimal të
shërbimeve
Kufizimi i numrit të interfaejsave opcional
Interfejsat opsional duhet të jenë të pa aftë në mënyr standarde

Një objektiv i vështir por shum i rëndësishëm për një zhvillues të aplikacjonit është që
të krijoj mënyrën standarde të siguris. Shmangëja e bashkimit të tepërt në mes të
moduleve dhe klasave. Të bëhet interfejsi sa më i thjeshtë që është e mundur. Për të
arritur këtë duhet të dizajnohet aplikacjoni me numër minimal të metodave publike. Të
Përcaktohen metodat publike për një interfejs të vetëm nëse është absolutisht e
nevojshme. Një tjetër mënyr për të arritur këtë është edhe përdorimi e dizajnimit të
modelit “façade”. Duke përdorur këtë model, zvoglohet siperfaqja e sulmit për një
përdorues me qëllim të keq, sepse të gjith interefejsat me nivel të ulët mund të arrihen
vetëm përmes interfejsave me nivel të lart, që mund të ekspozojn vetëm disa metoda
publike për të hyrë në sistem. (2)
Zhvilluesit apo programeret duhet të krijojn standarde të siguris për të siguruuar
aplikacjonin përkatës. Kështu duhet të përdoren karakteristikat që përdoren më së
shpeshti për ti siguruar ato. Karakteristikat që janë të përdorura më së shpeshti duhet të
jenë gjithmon të fikura për ti bërë ato më pak të prekshme ndaj sulmeve. Arsyeja për
këtë është se përdoruesit me qëllim të keq zakonisht shfrytzojn dobësit e platformës së
shërbime, të tilla siq është “Index Service” ne “IIS”, për të kompromentuar
aplikacjonin. Përdoruesit me qëllim të keq mund të sulmojn të gjitha intefejset e hapura
që aplikacjoni jonë i ekspozon ato. Duke i ndalur të gjitha shërbimet e pa përdorura në
platformë dhe kufizimin e numrit të interfejsëve të ekspozuar të aplikacjonit tonë, ne
mund të kufizjomë vektorët e sulmeve që përoruesit me qëllim të keqe mund ti
shfrytzojnë. (2)

Për shembull kur të instalohet Microsoft Windows server 2003 ajo instalohet me servise
(shërbime) të ndalura. Pastaj adminisitratori i sistemit duhet ti mundësoj apo lejoj këto
shërbime. (2)

4.4 Vërtetimi i të dhënave të përdoruesit
Vërtetimi i të gjitha të dhënave të përdoruesit:
•
•

Marrja e të gjitha të dhënave është e domosdoshme deri sa të
vërtetohet ndryshe.
Të shikohet për të dhëna të vlefshme dhe të refuzohet gjdo gjë
tjetër

Të kufizoje, të refuzoj dhe spastroj të dhënat e përdoruesit:
•
•
•
•

Të kontrollohet lloji
Të kontrollohet kohëzgjatja
Të kontrollohet rangu
Të kontrollohet forma

Vërtetimi i të dhënave të përdoruesit fillon me supozimin themelor se të gjitha inputet
janë me qëllim të keq deri sa të vërtetohet e kundërta. Nëse një input vjen nga një
shërbim, një pjes e një file, një përdoruesi, apo një bazë e të dhënash, duhet të
vërtetohet gjithsesi të dhënat tona nëse burimi është jashtë kufijve të besimit tonë. (15)
Vërtetimi i të dhënave të përdoruesit ndihmon në sigurin e aplikacjonit. Si një zhvillues,
duhet të shikohen të dhënat e vlefshme dhe të mohojm gjdo gjë tjetër. Asnjëher nuk
duhet të përdorim qasjen e kundërt dhe të shikojm për të dhëna të pa vlefshme, apo për
të refuzuar atë. Arsyeja për këtë është se përdoruesi me qellim të keq mund ti shmanget
vërtetimit të anës së klientit. Për të zbutur këtë teknik në shpesh duhet të kryejm edhe
vërtetim e shpesh herë edhe në afërsi të kërcënimeve. Për shembull ne mund ti
vërtetojm të dhënat në server para se ato të importohen në bazë të të dhënave. Gjithashtu
ne mund që ti zhvlersjom (invalidojm) që janë shum të mëdha apo munë ti zhvlersojm
gjithashtu edhe karakteret e rrezikshme ose fjalët kyqe, të tilla si skript elementet(
<script>,<object>), karakteret e rezervuara dhe fjalëve kyqe (keyword) (-,INSERT,xp_cmdshell), ose file traversal karakteret (...ë). (15)
Një tjetër metod që mund të përdorimi është që ti kufizojm, ti refuzojm dhe ti spastrojm
të dhënat. Një nga mënyrat më të fuqishme për të penguar të dhënat është përdorimi i
kotrolleve të vërtetsis dhe shprehjeve të rregullta. Si shembull janë këto shprehje:

(ëw+([-+.]ëw+)*@ëw+([-.]ëw+)*ë.ëw+([-.]ëw+)* (9)

4.5 Mbrojtja në Thellësi
Njerëzit bëjnë gabime kështu që një shtres e mbrojtjes nuk është e mjaftushme. Me
rritjen e shtresave të shumfishta të mbrojtjes, ne mund të rrisim sigurin e një sistemi.
Zhvilluesit duhet ta dizajnojn sistemin me barriera të shumta mbrojtese. Për shembull
nëse zhvilluesi i ekspozojn të dhënat e ndjeshme në një SQL server në nje web faqe,
paraprakisht mund të vendoset një “firewall” muri mbrojetes përpara web serverit për të
parandaluar qasjen e paautorizuar në të. Përveq kësaj zhvilluesi mund ti kërkoj klientit
për tu lidhur duke përdorur SSL. Kjo mund të forcoj perimetrin e siguris duke vendosur
edhe nje “firewall” shtes në frontin e SQL serverit dhe duke kërku që të gjith komjuterët
në rrjetin e brendshëm të përdorin “IPSec”. (2)

5 Metodologjia
Gjatë këti punimi jemi munduar që të sjellim mënyrat dhe praktikat më të mira që mund të
gjenden në treg nga njerëz dhe organizatat me kualifikime më profesjonale të mundëshme siq
është Microsoft. Nëse ndiqen këto hapa që i kemi cekur gjatë punimit, apilikacjoni juaj do të
ketë një siguri bazë si dhe me implementimin e disa sigurive të lart përmendura që janë
nxjerrur nga praktikat më të mira që kemi hasur gjatë hulumtimit aplikacjoni juaj do të ketë
një siguri të kënashme

6 Konkluzioni
Siguria e aplikacioneve nga kriminelët e internetit apo thënë ndryshe kriminelët e botës
virtuale, nga këta keqëbërës të paguar apo me qëllime fitim prurëse në mënyr të drejt
për ta gjithmonë do të jetë sfidë e pafund pra një luftë e vazhdushme në mes të dy
anëve.
Duke pasur parasyshë që ata janë një hap përpara apo thënë ndryshe kanë një përparsi
sepse ata mund të sulmojn prej nga do dhe gjinden kudo ne botë e mund të
komprimitojn një sistem të tërë me një komjuter prej shtëpis së tyre, për shkak të një
lëshimi apo neglizhimi ose diqka të ngjashme nga ata që e zotërojn këtë program ose
sistem, kështu që kjo sfidë duhet patjetër ti inkurajoj zhvilluesit, administratorët e bazës
së të dhënave, pronarët e ndryshëm të aplikacjoneve, organizatat e vogla e të mëdha e të
tjerë që gjatë procesit të zhvillimit ose fillimit të ndonjë projekti të kenë kujdes në
sigurinë e aplikacioneve e cila edhe pas tërë modernizimit dhe evoluimit të teknologjis
akoma aplikacjoni të jetë në hap me kohën i përditsuar vazhdimishtë të këtë hapsir për
përkrahjen e tekonlogjive të reja, duke u munduar që kështu të zovglohen në një
përqindje të madhe mundësit që mund të na shkaktojnë keq bërësve në aplikacjon duke
e ditur që siguri absolute deri më tani nuk ka mundur të zhvilloj asnjë sistem apo
aplikacjon.

7 Referencat
1. Corporation, Microsoft. Microsoft Application . s.l. : Microsoft Module2: Overview
of Application Security.
2. IMPERVA. [Në linjë] 03 02 2013. http://www.imperva.com/index.html.
3. http://www-rp.lip6.fr/~blegrand/cours/MIAIF/secu1.pdf, Denial-of-Service
attacks:. Prishtine : s.n., 2013.
4. Raj Chandel's Blog. HACKING ARTICLES. [Në linjë] 05 02 2013.
http://www.hackingarticles.in/best-of-sql-injection-tools/.
5. Oracle. [Në linjë] [Cituar më: 12 07 2013.]
http://docs.oracle.com/cd/B10501_01/appdev.920/a96590/adgsec02.htm.
6. Security Books. Security. [Në linjë] 16 Feb 2013. http://msdn.microsoft.com/enus/security/aa570421.aspx.
7. Microsofit Corporation,. Application Security. s.l. : Microsoft Module1: Overview
of Application Security.
8. Microsoft. Overview of Application Security. USA : Microsoft, 2004.
9. SANS InfoSec Reading Room - Authentication. SANS. [Në linjë] 10 Feb 2013.
http://www.sans.org/reading_room/whitepapers/authentication/.
10. darkreading. WebApplication. [Në linjë]
http://www.darkreading.com/vulnerability/strategies-for-improving-webapplication/240155179.
11. SANS. [Në linjë] 08 02 2013. http://www.sans.org/reading_room/.
12. SANS InfoSec Reading Room - Hackers. Sans. [Në linjë] 13 Feb 2013.
http://www.sans.org/reading_room/whitepapers/hackers/.
13. SANS InfoSec Reading Room - Commercial Software. sans. [Në linjë] 14 Feb
2013. http://www.sans.org/reading_room/whitepapers/commerical/.
14. Ethical Hacking Certification Training. CED Solution. [Në linjë] 15 Feb 2013.
http://www.cedsolutions.com/69/training/ethical-hackingtraining?gclid=CKmX6eO22bUCFUkd3godrVQAIg.
15. windowsazure. develop net best-practices security. [Në linjë] [Cituar më: 15 7
2013.] http://www.windowsazure.com/en-us/develop/net/best-practices/security/.

