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1.1. Evaluaciones y opiniones
1.1.1. Item
Llamaremos tem a un elemento del mundo real que es aprovechado por las
personas, dicho tem puede ser un objeto, un servicio, una idea, un programa,
etc. Ademas, debe poder ser abstrado a un modelo representado por una com-
putadora, de manera tal que esa representacion describa con precision a que se
reere ante la interpretacion del lector.
Para ello, el modelo del tem contendra un conjunto de atributos que lo de-
scriben. Algunos mas importantes que otros.
Por ejemplo, imaginemos que se debe representar una bicicleta mediante un
conjunto de pares atributo;valor, podra utilizarse una representacion como la
siguiente:
Tipo : B i c i c l e t a
Sexo : Unisex
Ta l l e : 51
Cuadro Mater ia l : Aluminio
Cuadro c o l o r : Rojo
Cuadro Tipo : Ruta
Horqu i l l a Mater ia l : Fibra de carbono
Horqu i l l a Color : Rojo
Asiento t i po : Adamo
Asiento Color : Blanco
La cantidad de atributos que pueden utilizarse para describir el tem puede am-
pliarse ilimitadamente.
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Reducir la cantidad de pares de atributos para describir el mismo tem es posible
de la siguiente manera:
Tipo : B i c i c l e t a
Ta l l e : 51
Marca : Merida
Modelo : Reacto 500
En este caso se aprovecho el hecho de que ya existan deniciones del tem que
intentamos describir, por lo que si se utilizan solo los atributos que lo identican,
sera suciente para que el lector tenga la interpretacion correcta del mismo.
1.1.2. Usuario
Las personas cotidianamente hacen uso de estos tems, convirtiendolos en
usuarios del mismo. Y estos usuarios pueden de la misma manera ser computa-
cionalmente representados mediante pares de atributo;valor. Y al igual que los
tems algunos atributos serviran para identicar al usuario.
1.1.3. Rese~na
Deniremos a una rese~na (de aqu en adelante review) a la representacion
mediante la computadora, de la medida de conformidad con respecto a dicha
relacion entre usuario e tem.
Esta relacion de uso entre usuario e tem que puede observarse en la gura
1.1, contiene un grado de conformidad entre el primero y el segundo, si el tem
cumplio o no con las expectativas del usuario debera poder modelarse tambien
para ser representado computacionalmente.
El objetivo de un review, es que un usuario pueda reejar el sentimiento que
le genero utilizar el tem e informarlo a otros usuarios.
Tambien los reviews dispondran de un conjunto de atributos de los cuales al-
gunos seran indispensables y otros que enriqueceran no solo su valor intrnseco,
sino tambien su utilidad para el contexto en el que sera planteado.
Imaginemos un usuario que realiza un review sobre la bicicleta, podra generar
el siguiente conjunto de pares atributo-valor:
Puntuacion : 4
Ti tu lo : ` ` Buena opcion ' '
Texto : ` ` L iv iana y comoda , pero un poco r i g i d a para
doblar , y no f r ena adecuadamente ' '
Fecha :15/10/2012
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Figura 1.1: Relacion entre usuario, review e tem
Figura 1.2: Flujo de un Sistema de Recomendacion
La existencia de los reviews en la web es muy importante, ya que dan un
panorama socialmente perfeccionado (dado que permiten que no solo una per-
sona opine sobre un tem, lo que da a lugar a muchas evaluaciones y provoca
que se acerque al valor real) sobre un tem, caracterstica que ayuda a quienes
necesiten una descripcion y valoracion de los mismos que no provenga de quien
los quiere promocionar.
1.2. Sistemas de Recomendacion
Los sistemas de recomendacion son herramientas de software que, en base a un
conjunto de tems (pelculas, libros, productos, hoteles, etc) e informacion sobre
estos, y un conjunto de usuarios, intentan sugerir tems apropiados a dichos
usuarios [24]. Puede verse en la gura 1.2 como estos se componen. Los sis-
temas de recomendacion se han vuelto una de las herramientas mas poderosas
para multiples tipos de aplicaciones web, como comercio electronico o paginas
de noticias.
El desarrollo de estas herramientas, involucra conocimiento en multiples areas,
como inteligencia articial, minera de datos, estadstica, etc.
Los sistemas de recomendacion poseen tres enfoques, el de ltrado colabora-
tivo, el basado en contenido y el no personalizado.
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1.2.1. Sistemas de recomendacion basados en contenido
Los sistemas de recomendacion basados en contenido utilizan un conjunto de
informaciones y descripciones de los tems previamente valorados por un usuario
para poder construir un perl del mismo de manera tal de poder determinar,
cuales son sus intereses [24].
Una vez construido el perl, pueden procesarse las caractersticas de distin-
tos tems que potencialmente pueden ser recomendados a dicho usuario para
determinar si alguno de ellos va acorde al perl.
1.2.2. Sistemas de recomendacion de ltrado colaborativo
Los sistemas de recomendacion de ltrado colaborativo utilizan la infor-
macion historica de cada usuario para intentar encontrar y generar grupos de
usuarios con gustos similares [24]. Para lograrlo se compara cada usuario con
otro observando que tems evaluaron y que puntajes fueron otorgados.
De esta forma, si se requiere predecir el interes de un usuario en un tem,
se podra buscar en dicho grupo de usuarios con gustos similares e inspeccionar
aquellos usuarios que hayan realizado un review sobre el tem.
Los sistemas de recomendacion de ltrado colaborativo tienen una ecacia su-
perior a los basados en contenido, pero cuentan con una gran desventaja, no
permiten predecir intereses para aquellos tems que aun no poseen evaluaciones,
o tambien para aquellos usuarios que no han evaluado ningun tem. A esto se
lo llama \arranque en fro".
1.2.3. Sistemas de recomendacion no personalizados
Este es el mas simple de los sistemas de recomendacion, ya que como reere
su nombre, no toma en cuenta las caractersticas de los usuarios.
Su funcionalidad se basa en el background de informacion obtenida sobre los
tems, recomendandolos indistintamente a cada uno de los usuarios habiendo
previamente generado un ranking de popularidad [22]. Opcionalmente puede
generarse mas de un ranking separando los tipos de tems (Por ejemplo tener
un ranking de pelculas y otro de libros).
Estos sistemas de recomendacion son muy populares entre los eCommerce.
1.3. La web semantica
En sus comienzos en los 90, la web poda verse como un conjunto de sitios
web que ofrecan una coleccion de documentos web interconectados mediante
la hipermedia, con el objetivo de comunicar informacion a los usuarios. El con-
tenido de esos documentos solo era generado por el mismo creador y publicador
del documento y los usuarios se limitaban a consumirlo. Por otro lado, era a su
vez estatico, es decir, se publicaba en la misma forma que se almacenaba y no
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cambiaba.
Hacia nes de los 90 los sitios web comenzaron a implementar una serie de
herramientas (que si bien ya se encontraban disponibles anteriormente no se
utilizaban por un problema de performance) que permitieron a los usuarios -
nalmente participar de la produccion del contenido web. Lo que produjo notorios
cambios en cuanto a la cantidad de informacion disponible y proveyo diferentes
formas de uso de la web (blogs, redes sociales, canales rss, etc). Mas adelante
ante la apreciacion del pasaje de web estatica a una web dinamica, se acu~no a
esa actual web como web 2.0 y retronimamente 1.0 a la anterior.
Ese cambio provoco un aumento en el tama~no de la web, que se volvio inmen-
samente grande, y llevo a la necesidad de implementar tecnologas que ayuden
al aprovechamiento de esa cantidad de informacion. Se comenzo entonces a uti-
lizar una serie de frameworks y estandares que permitieron enriquecer mediante
metadatos semanticos y ontologicos dentro de los estandares de la W3C los
datos contenidos en los documentos de manera tal que estos puedan ser con-
sumidos, interpretados y utilizados directamente no solo por las personas, sino
tambien por las computadoras. Esto genero que los datos tambien puedan ser
relacionados entre s, de la misma manera que los documentos son interconec-
tados formando una web de documentos, los datos interconectados forman una
web de datos paralela[7]. Todo este conjunto de actividades frameworks y her-
ramientas forman la \Web semantica" que es el puntapie inicial para una web
mucho mas interoperable, lo que permite facilidades para el uso de la web por
parte de las aplicaciones y da lugar a otro paso en la evolucion de la web, la
web 3.0. La gura 1.3 muestra ejemplos de las tecnologas mas importantes que
marcaron cada uno de los puntos de evolucion recientemente mencionados.
La Web Semantica promete facilitar el desarrollo de la web social y la in-
teligencia colectiva, a traves de mecanismos de clasicacion, relacion y descrip-
cion del contenido de la informacion publicada mejorando su interoperabilidad
[1]. Promete tambien mejorar la recoleccion, agregacion e integracion de datos
especcos mediante el uso de agentes de busqueda automaticos que aprovechan
las ventajas.
1.4. Reviews en la web semantica
La web 2.0 dio la posibilidad a los usuarios consumidores de la web de generar
y publicar contenido en la misma, lo cual cumple con los requerimientos de una
plataforma para reviews. Proporciona un entorno para crearlos y publicarlos,
siendo esta ultima una tarea muy sencilla.
Pero la dicultad de encontrarlos y explotarlos parece ser inversamente pro-
porcional a a la de generarlos. Dado que a mayor facilidad de publicar contenido
en la web, mayor se vuelve la inmensidad de la misma y mayor se vuelve la di-
cultad de encontrar algo dentro de ella.
Veamos dos ejemplos que requieren encontrar reviews en la web y como la
9
Figura 1.3: Evolucion de la web
web semantica puede facilitarlo:
Imagnense que son ingenieros de Merida y lanzaron al mercado la bicicleta
Reacto 500. Como buenos ingenieros necesitan conocer que opinan sus clientes,
por lo que buscaran reviews en algun motor de busqueda y luego leeran uno por
uno cada review con el objetivo de resumir las opiniones. Humanamente realizar
esta tarea para unos pocos reviews podra demandar mucho tiempo. Incluso peor
aun, imagnense que necesitan saber que opina la gente de determinada region
(por ejemplo el norte de Europa), la tarea de buscar los reviews necesarios se
volvera aun mas complicada. Con la posibilidad de contar con una web en la
cual los datos son interpretados por las aplicaciones de software y estos a su
vez estan interconectados, podra crearse una aplicacion que pueda automatica-
mente buscar, clasicar y procesar los reviews para generar automaticamente el
resumen.
Ahora bien, si en lugar de requerir reviews de un tem en particular, se
necesitan reviews para una aplicacion que recomiende tems a usuarios, ya no
sera una tarea realizable humanamente. Para ello hara falta una aplicacion
que haga crawling en la web y de alguna manera identique reviews y a su vez
identique el tem al cual el review hace referencia. Parece algo muy difcil de
lograr, aun trabajando sobre sitios conocidos con documentos estructuralmente
dominados los cuales se pueda recorrer el DOM automaticamente y acceder a
los reviews. De nuevo, la Web Semantica promete solucionar este problema [14],
con el uso de metadatos que dan informacion sobre los datos, haciendo que una
aplicacion pueda facilmente identicar reviews y navegar por la hipermedia de
los datos para conseguir informacion sobre el tem y usuario referenciados [28].
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Figura 1.4: Ejemplo de review en la web semantica
La gura 1.4 muestra un ejemplo concreto de un review publicado en la web,
respetando los lineamientos de la web semantica.
En [12] se presenta un sistema con el objetivo de publicar reviews en la
web semantica. Dicho sistema no tuvo exito y la funcionalidad del mismo se
encuentra actualmente inoperable.
1.5. Caso de estudio
Para mantener en contexto este trabajo, utilizaremos un caso de estudio.
Se trata de una aplicacion que integra informacion de reviews disponible en la
web semantica para producir recomendaciones simples. En particular, ofrece los
siguientes servicios:
Rankings de calidad Los rankings de calidad son listas de tems ordenadas
por el promedio de puntos obtenidos de sus reviews. Para construirlos en
necesario obtener y combinar los puntajes de cada uno de los reviews de
cada tem.
Rankings de popularidad Los rankings de popularidad son listas de tems
ordenadas por la cantidad de reviews que posee cada tem.
Listas de tipos Las listas de tipos son listas de los distintos tipos de tem
encontrados. Por ejemplo, pelculas, libros, productos, etc.
Listas de tems Las listas de tems son listas resultantes de busquedas de
tems por nombre o por tipo. Para su construccion es necesario contar con
los nombres o tipo de cada tem.
Filtro Los ltros son opciones de ltrado de los rankings, para reducir la can-
tidad de tems retornados por ellos. De manera que se puedan seleccionar
tems por fecha de review.
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Descripciones Las descripciones son los detalles de los tems, que incluyen
toda la informacion que se dispone de estos incluyendo sus reviews. El
usuario podra recibir esta informacion proveyendo al sistema el id del
tem el cual se quiere consultar.
1.6. Organizacion
El Captulo 2 introduce los conceptos de Web Semantica, sus principios y
tecnologas y para que el Captulo 3 presente la estrategia de trabajo en terminos
generales. Los Captulos desde 4 a 11 discuten en detalle cada uno de pasos de
la estrategia elegida, aplicandolos al caso de estudio. Finalmente, el Captulo
12 resumen los resultados observados, saca conclusiones al respecto, y plantea
trabajo futuro. El Anexo A presenta las publicaciones que fueron resultado del
trabajo efectuado en este trabajo de tesis.
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Captulo 2
Elementos de la Web
Semantica
Aqu se presentara un panorama descriptivo acerca de la composicion de la
web semantica.
2.1. Principios
2.1.1. Resource Description Framework (RDF)
RDF [6] es una familia de especicaciones de WC3 dise~nada para modelar
datos intercambiables en la web. Consta de expresiones hechas por tripletas.
Cada tripleta es considerada una sentencia para este lenguaje. Una tripleta es
un conjunto de un valor de cada uno de los siguientes tipos:
Recurso (sujeto) Todo aquello descripto por RDF se lo denomina recurso,
este ultimo podra ser por ejemplo una pagina web entera (por ejemplo un
documento HTML "http://www.w3.org/Overview.html") o una parte de
ella. Un recurso puede ser tambien un objeto que no se puede acceder di-
rectamente a traves de la Web; por ejemplo un libro impreso. Los recursos
son siempre nombrados por las URIs mas identicadores de anclaje op-
cionales (ver [URI]). Cualquier cosa puede tener un URI; la extensibilidad
de URIs permite la introduccion de identicadores para cualquier entidad
imaginable.
Propiedad (predicado) Una propiedad es un aspecto especco, caractersti-
ca, atributo o relacion se utiliza para describir un recurso. Cada propiedad
tiene un signicado especco, dene sus valores permitidos, los tipos de
recursos que se puede describir, y su relacion con otras propiedades.
Objeto Puede ser otro recurso o puede ser un literal; es decir, un recurso (es-
pecicado por un URI) o una cadena simple o de otro tipo de datos primi-
tivo denido por XML. En terminos RDF, un literal puede tener contenido
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que es el formato XML, pero no se evalua aun mas por el procesador de
RDF.
Los recursos declarados en forma de sujeto-predicado-objeto se conocen co-
mo tripletas. Esta estructura forma una vinculacion dirigida de un graco eti-
quetado, donde las aristas representan el enlace entre dos recursos (propiedad),
representados por los nodos del grafo. Las tripletas tambien pueden incluir el
identicador del grafo que las contiene, agregando un valor mas a la estructura
y formando as las denominadas cuadrupletas (grafo-sujeto-predicado-objeto).
Su representacion puede ser asociada tanto a un modelo entidad-relacion
como a un diagrama de clases de objetos. Las Propiedades RDF pueden ser
considerados como atributos de los recursos y en este sentido corresponden a
pares atributo-valor tradicionales. Las Propiedades RDF tambien representan
las relaciones entre los recursos y un modelo RDF, por tanto, pueden parecerse
a los de un diagrama entidad-relacion. En la terminologa de dise~no orientado
a objetos, los recursos corresponden a los objetos y propiedades corresponden a
las variables de instancia.
2.1.2. RDF Schema (RDFS)
RDFS es una extension semantica de RDF [9], que provee elementos basicos
para la descripcion de ontologas (tambien llamadas vocabularios RDF) con el
objetivo de estructurar los recursos RDF. Proporciona la manera de denir las
clases y las propiedades especcas de la aplicacion en RDF. RDFS no propor-
ciona las clases sino que proporciona el marco necesario para poder denirlas.
Clases en RDFS se parecen mucho a las clases en lenguajes orientados a
objetos. Esto permite que los recursos se denan como instancias de clases y
subclases de las clases.
Elementos basicos
rdfs:Class permite declarar recursos como clases para otros recursos.
A traves de la propiedad rdf:type, se puede asignar un tipo al recurso,
un rucurso de tipo rdfs:Class puede entonces ser tipo de otro recurso. Por
ejemplo, podemos denir el recurso Auto como un rdfs:Class, y a su vez
podemos denir el recurso Volkswagen Gol con la propiedad rdf:type y
siendo el objeto de esa propiedad el recurso Auto, entonces el tipo de
Volkswagen Gol sera auto.
La decion de rdfs:Class es recursiva: rdfs:Class es la rdfs:Class de cualquier
rdfs:Class.
rdfs:Resource es la clase a la que pertenecen todos los recursos.
rdfs:Literal es la clase de todos los valores literales, cadenas y enteros.
rdfs:Datatype es la clase que abarca los tipos de datos denidos en el
modelo RDF.
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rdfs:Property es la clase que abarca las propiedades.
Elementos que denen relaciones
rdfs:subClassOf es una instancia de rdf:Property (osea una propiedad) que
permite denir jerarquas. Relaciona una clase con sus superclases.
rdfs:subPropertyOf es una instancia de rdf:Property que permite denir
jerarquas de propiedades.
Restricciones de Propiedades
rdfs:domain es una instancia de rdf:Property que especica el dominio
de una propiedad P. Esto es, la clase de los recursos que aparecen como
sujetos en las tripletas donde P es predicado.
rdfs:range es una instancia de rdf:Property que especica el rango de una
propiedad P. Esto es, la clase de los recursos que aparecen como objetos
en las tripletas donde P es predicado.
2.1.3. Vocabularios
Los vocabularios son una coleccion de clases y propiedades con sus respec-
tivas URIs, que son utilizadas para describir signicado. Dichos vocabularios
pueden ser facilmente creados por cualquier usuario, solo es necesario darle uso
a la URI y documentarlo en algun lado. Por lo general, son estandares de uso
no restrictivos de propiedades y clases que poseen una documentacion. El ob-
jetivo de los vocabularios es poder describir el signicado de los recursos web
y del mundo real, modelandolos en clases y propiedades que se utilizaran para
describir al objeto en cuestion.
2.1.4. OWL
Web Ontology Languaje [19]: Es un vocabulario que funciona como lenguaje
para crear ontologas en la web. Fue creado en el 2006 y aceptado por WC3 como
estandar en 2007 en su version OWL 1.1. Tiene por objetivo proveer reglas a los
vocabualrios para aumentar su expresividad. Estas reglas incluyen: jerarquas
de clases, cardinalidad, relaciones de conjunto, tipologas de propiedades mas
complejas, etc. Lo que proporciona la posibilidad de crear ontologas que pueden
representarse en un paradigma muy parecido a la orientacion a objetos. Cabe
destacar que OWL no es el unico vocabulario con este objetivo, ya que RDFS
es tambien un conjunto de estandares mucho mas basico que permite estas




La aparicion de OWL permitio darle mucha mas expresividad y restricciones
a los vocabularios, que ahora no solo eran un conjunto de propiedades y clases,
sino que podan tener una denicion mucho mas completa, que permita describir
taxonomas y relaciones entre clases que pueden formar axiomas. \An ontology
is a formal specication of a shared conceptualization" [8] . Las ontologas se
han convertido en uno de los pilares de la web semantica, esto se debe a que
es uno de los principales componentes que permiten cumplir con el objetivo de
esta, que fue planteado en la introduccion: \La Web Semantica promete facilitar
el desarrollo de la web social y la inteligencia colectiva, a traves de mecanismos
de clasicacion, relacion y descripcion del contenido de la informacion publicada
mejorando su interoperabilidad."
2.1.6. Motores de inferencias.
Los motores de inferencia son componentes de software que permiten es-
tablecer consecuencias logicas en base a los axiomas denidos tanto por OWL
como por RDFS [25]. Estos componentes tienen como objetivo enriquecer las on-
tologas, creando reglas de inferencia. Dichas inferencias pueden ser mas o menos
complejas dependiendo de la capacidad y la conguracion del motor utilizado.
Existen tanto gratuitos como pagos.
2.1.7. SPARQL
SPARQL se trata de un lenguaje estandarizado de consulta de grafos RDF.
Se puede utilizar para expresar consultas que permiten interrogar diversas fuentes
de datos (si es que los datos fueron almacenados de forma nativa como RDF o
fueron denidos mediante vistas a RDF a traves de algun middleware). Tiene
capacidades para la consulta de los patrones obligatorios y opciones de grafo,
junto con sus conjunciones y disyunciones. SPARQL tambien soporta la am-
pliacion o restriccion del ambito de las consultas indicando los grafos sobre los
que opera (grafos con nombre). Los resultados de las consultas SPARQL pueden
ser conjuntos de resultados o grafos RDF.
2.1.8. Triplestore
Un triplestore es una base de datos construida con el proposito de almacenar
y recuperar tripletas [23] a traves de consultas semanticas.
Al igual que en las bases de datos relacionales, almacena la informacion
en el triplestore y las recupera va un lenguaje de consultas que en este caso
es generalmente SPARQL. Pero por otro lado, ademas de las consultas, las
tripletas pueden usualmente ser importadas/exportadas utilizando RDF y otros
formatos.
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Terminos de conjuntos de colecciones de datos semanticos
Model: Coleccion de sentencias.
DataSource: Coleccion de Modelos. Siendo uno de ellos el modelo por defecto
y el resto modelos con nombre. El Datasource es de lectura y escritura,
por lo que se pueden agregar tripletas.
Dataset: Lo mismo que el DataSource pero estatico, por lo que es de solo
lectura.
Graph: Coleccion de tripletas. Cualquier modelo puede ser transformado a un
grafo, y as tener una representacion mas cercana de RDF.
DatasetGraph: Un contenedor de Grafos, similar al DataSource (Tambien de
lectura y escritura) que provee una estructura para un grafo por defecto
y grafos con nombre.
2.1.9. HTML semantico
El uso y participacion en la Web Semantica a traves de documentos RDF
no es atractivo para la mayora, porque no parece proveer un benecio directo,
ya que esto implica, aprender un lenguaje nuevo para generar documentos que
solo le sera de utilidad a usuarios con un grado de conocimiento muy alto.
Para resolver este problema, existen etiquetas de marcado en HTML que
le proporcionan informacion semantica al documento, que como se vera mas
adelante puede ser extrada para generar documentos RDF. Existen distintos
tipos:
Microdatos: Son un grupo de pares nombre-valor anidados dentro del docu-
mento, en paralelo con el contenido existente. Dichos grupo son tambien
llamados tems y cada par nombre-valor es la propiedad [16]. Los atributos
mas utilizados son:
itemscope: Se utiliza para crear un tem
itemprop: Se utiliza para crear una propiedad
a, href, src, img: Se utilizan para denir valores URL
value: Se utilizan para denir valores String
itemtype: Se utiliza para establecer el tipo a un tem.
La gura 2.1 muestra un ejemplo real del uso de microdatos con su resul-
tado extrado.
Microformatos: Nacen con la intencion acercar mas personas al uso de la web
semantica a traves de una forma sencilla de utilizar una serie de atributos
de las etiquetas de XHTML:
class: especica el nombre de la clase
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Figura 2.1: Ejemplo de marcado de microdatos y resultado
rel: Se utiliza en los enlaces para indicar relaciones en los documentos.
rev: Igual al rel pero en sentido inverso.
Con el uso del atributo class se puede entonces especicar un microfor-
mato a utilizar. Existen muchos tipos como por ejemplo: hCard (para
describir personas), hreview (para describir reviews), geo (para describir
posiciones), etc. Cada uno de ellos con distintas propiedades.
La gura 2.2 muestra un ejemplo real del uso de microformatos con su
resultado extrado.
RDF-a: Permite directamente embeber tripletas (sujeto-predicado-objeto) uti-
lizando namespaces de XML [4]. Modela la informacion en forma de grafo,
a diferencia de microdatos y microformatos que lo hacen en forma de arbol,
lo que hace que el mapeo a RDF sea claro, ya que en los otros casos puede
ser problematico. Tambien tiene la opcion de darle tipo a los literales.
Como contrapartida tiene la desventaja de ser mucho mas complejo de
utilizar.
La gura 2.3 muestra un ejemplo real del uso de rdf-a con su resultado
extrado.
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Figura 2.2: Ejemplo de marcado de microformatos y resultado
Figura 2.3: Ejemplo de marcado de rdf-a y resultado
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2.1.10. Extractores
Los extractores son herramientas que permiten extraer tripletas de los lengua-
jes de metadatos semanticos embebidos en HTML vistos anteriormente. Utilizan
estandares como GRDDL[5] parseando todo el documento HTML y buscan sen-
tencias para traducir a RDF y generar un nuevo documento que contiene solo
las tripletas de informacion semantica. Muchas veces (sobre todo con microfor-
matos) los extractores tienen que tomar decisiones sobre como traducir a RDF,
por lo que un mismo documento HTML puede ser extrado de distintas maneras
segun el extractor. Esto no ocurre con RDFa, ya que la equivalencia a RDF es
mucho mas clara.
2.1.11. Dublin core
Dublin core [3] es un vocabulario ampliamente utilizado para describir tanto
recursos web como recursos fsicos creado en 2012. Comenzo siento un conjunto
de 15 propiedades:
T i t l e Pub l i she r Format
Creator Contr ibutor I d e n t i f i e r
Subject Date Source
Desc r ip t i on Type Language
Re lat ion Coverage Rights
Consta tambien de Dublin Core Metadata Initiative que provee un foro de
desarrollo de estandares de metadatos interoperable. En la actualidad, se ha
extendido a 55 propiedades y 22 clases.
2.2. Aplicaciones en la Web Semantica
2.2.1. DBpedia
DBpedia es la aplicacion mas importante de la Web Semantica, que tiene
como objetivo extraer informacion de wikipedia, y crear una version semantica
de la informacion. Para ello creo una serie de ontologas, donde modelan y
relacionan la informacion extrada de wikipedia [18].
Dbpedia en la actualidad es reconocido como el sitio autoritativo de recursos
de la web semantica, siendo las URIs de estos recursos la mejor forma de identi-
carlos. Es por eso que la gran mayora de las aplicaciones de la web semantica
utilizan la informacion de dbpedia para enriquecer sus datasets. En Septiembre
de 2013, se contaron mas de 45 millones de links entre DBpedia y datasets ex-
ternos como Freebase, OpenCyc, UMBEL, GeoNames, Musicbrainz, etc como
muestra la gura 2.4.
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Figura 2.4: La utilizacion de DBpedia como fuente de datos
2.2.2. Revyu
Revyu es una aplicacion que se utiliza para publicar reviews de cualquier
tipo en RDF. Alentando al usuario a generar reviews en la Web Semantica sin
la necesidad de conocimiento sobre la misma.
Tiene el objetivo de proveer informacion reusable para otras aplicaciones, y
generar datos de conanza y recomendacion en las redes sociales [13].
La informacion es publicada tanto en documentos HTML como RDF ademas
de su SPARQL Endpoint, siendo as de utilidad para los distintos tipos de
usuarios. Tambien alienta el uso de links a distintos dataset semanticos, como
el de DBpedia, RDF Book Mashup, etc.
2.2.3. Sindice
Sindice es una herramienta creada en conjunto por la Universidad de Deri,
Fondazione Bruno Kessler y Openlink Software que propociona multiples tipos
de API ofreciendo acceso a su dataset de la web de datos [21].
Este dataset contiene informacion recolectada de la web en multiples for-
matos de la web semantica y puede ser accedido a traves de un search engine,
una API restful o un SPARQL endpoint.
En la actualidad posee indexados 708.26 millones de documentos.
2.2.4. Link Open Data Cloud Cache (LOD)
LOD al igual que Sindice proporciona acceso a un dataset recolectado de la
web de datos pero de una manera mucho mas restringida.
Se dispone de un text search (funciona como un search engine) o de un
SPARQL Endpoint muy poco exible y limitado en cuanto a la cantidad de
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informacion ofrecida comparada con la que podra ofrecer. Solo se puede acceder
al dataset entero mediante federated queries, en caso de querer buscar sobre todo
el dataset, el endpoint limita la consulta solo a una parte del mismo.
Tambien posee muchas restricciones respecto a los time-outs, por lo que las
consultas no pueden ser muy exibles. Para poder disponer de la funcionalidad
completa del endpoint y as poder aprovechar tanto el dataset como las consultas
SPARQL sera necesario adquirir una licencia.
2.3. Tecnologas
2.3.1. Apache Jena
Jena es un framework de Open Source para Java que permite crear aplica-
ciones de Web Semantica y Linked Data.
Provee todas las funcionalidades necesarias para extraer, crear y publicar doc-
umentos RDF. Tiene soporte ademas para multiples otros formatos de la web
semantica.
Tambien proporciona la posibilidad de crear dataset semanticos y utilizarlos
mediante codigo en Java o a traves de un procesador SPARQL llamado ARQ.
Incluye ademas, opciones de serializacion de grafos RDF a bases de datos rela-
cionales.
2.3.2. JSON Simple
JSON simple es una peque~na librera para Java que permite una facil y
rapida serializacion de objetos a Strings de JSON.
2.3.3. Jersey
Jersey es un framework para Java que provee una API que extiende las
herramientas JAX-RS que simplican el desarrollo de una API Restful.
2.3.4. RDFUnit
RDFUnit es un framework creado con el objetivo de presentar una metodologa
para realizar una evaluacion de calidad sobre un dataset semantico [17].
Dicho framework provee una serie de patrones que ayudaran a testear posi-
bles errores comunes en los dataset, brindando la posibilidad al usuario de crear









Con el n de crear una aplicacion que satisfaga los requerimientos men-
cionados anteriormente, se debe encontrar un procedimiento que incluya desde
obtener los datos relevantes de la web hasta llevarlos a un estado que permita
una explotacion satisfactoria.
El procedimiento debera incluir los siguientes pasos
Seleccion de vocabularios Tanto la recoleccion como la publicacion de datos
en la web semantica involucra la eleccion del o de los vocabulario/s que
mejor modelen el dominio de problema, con la excepcion que para su
publicacion existe la posibilidad de desarrollar uno propio que se ajuste
correctamente en caso de que no se encuentre uno existente.
Recoleccion Proceso que comprende dos tareas (Busqueda y Obtencion) en
el cual se intenta conseguir los datos deseados, los cuales se encuentran
dispersos en la web y para ello pueden utilizarse multiples herramientas y
servicios web.
Extraccion y almacenaje de los datos Se le aplica estos dos pasos a los
datos crudos obtenidos en la web para poder tener la informacion semanti-
ca y descartar el resto en un formato mucho mejor procesable.
Evaluacion de Calidad de los Datos Se evalua si los datos poseen la cali-
dad mnima necesaria para crear una aplicacion que satisfaga a los requer-
imientos.
Curado de los Datos Intentar corregir los problemas de calidad de los datos
encontrados en el paso anterior. Siempre y cuando sea posible y viable.
Integracion de los datos Este puede ser el proceso mas costoso pero tam-
bien el mas importante, en el cual se intenta unicar e interconectar la
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Figura 3.1: Flujo completo del procedimiento
informacion para que pueda ser aprovechable. Existen distintos niveles de
integracion mas simples o mas complejos.
Publicacion del Dataset Curado El dataset ya con una calidad teoricamente
superior y un estado mucho mas aprovechable que el que se encontraba en
un primer momento se deja a disposicion de todos de forma online.
Explotacion del Dataset Se construye una aplicacion que en base a los re-
querimientos utilice el dataset.
La gura 3.1 muestra el panorama completo de los pasos mencionados.
3.2. Seleccion de vocabularios
Seleccionar un vocabulario implica analizar varios aspectos del mismo, no solo su
denicion e implementacion, sino tambien el uso practico dado por sus usuarios.
En primer lugar se debe comprobar que los nombres de las propiedades que posee
sean correctamente auto-explicativas. Supongamos por ejemplo que existe un





Las dos ultimas propiedades resultan facilmente identicables, ratingValue se
trata del promedio de puntaje, y ratingCount la cantidad de puntajes que le
fueron otorgados, pero la propiedad minRating podra generar distintas formas
de interpretacion, alguien podra suponer que se trata del valor mnimo que fue
adquirido por un usuario, o el valor mnimo que un usuario puede otorgar. Y
muchas veces la documentacion de la ontologa (si es que existe) no es suciente.
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Luego se debera analizar si existen las propiedades para cubrir las necesidades
mnimas de los casos de uso. Esto signica que pueda modelar toda la informa-
cion que mas adelante sera requerida. Por ejemplo, si se quiere construir una
aplicacion que compare autos, al momento de elegir un vocabulario que modele
autos, es necesario que contenga ciertas propiedades que puedan expresar infor-
macion para determinados casos de uso, como comparar cantidad de puertas, lo
que requerira que el vocabulario elegido contenga una propiedad que exprese
la cantidad de puertas del auto.
Es posible que ante una aplicacion muy extensa, con casos de uso muy comple-
jos, no se consiga un vocabulario con propiedades tan abarcativas que puedan
cubrir todos los casos de uso.
Para esto, se puede aprovechar que las propiedades de un vocabulario, no
necesariamente tienen que ser utilizadas estrictamente dentro del mismo. Lo
unico que debe respetarse es el dominio y rango de cada una, si no se explicita,
puede utilizarse en conjunto con otros vocabularios.
Goodrelations[15] es un ejemplo del uso de propiedades de multiples vocab-
ularios para crear uno nuevo.
Y por ultimo se debera intentar buscar ejemplos reales que muestren el uso
que le dieron los usuarios a la ontologa, para determinar que propiedades estan
incorrectamente interpretadas o tambien para los casos donde las propiedades
que se encuentren en desuso.
Con estas precauciones en mente se puede emprender la busqueda, que po-
dra tener como comienzo busquedas en search engines. Existen dos buscadores
especcos para esta tarea:
3.2.1. Linked Open Vocabulary (LOV)
LOV proporciona una plataforma tecnica de busqueda y evaluacion de cali-
dad sobre un dataset extrado de linked data cloud que contiene descripciones de
vocabularios RDFS y ontologas OWL [26]. Esas descripciones estan en forma
de metadatos y pueden ser generados tanto por los autores de los vocabularios
como por curadores de LOV. Posee ademas de la busqueda las funciones de
estadstica o sugerencia.
Actualmente el dataset esta integrado por 475 namespaces distintos que
contienen una media de 10 clases y 20 propiedades, siendo schema.org el mas
grande de ellos.
3.2.2. Vocab.cc
Vocabcc es un proyecto opensource que permite a los desarrolladores de RDF
realizar busquedas de vocabularios de Linked Data.
26
Para facilitar la decision de seleccionar un vocabulario deseado, proporciona
ademas informacion estadstica de cada uno sobre el dataset Billon Triple Chal-
lenge (BTCD)[10]. Esta informacion incluye el numero de apariciones globales
de la URI dada en el BTCD, as como el numero de documentos dentro de la
BTCD, que contiene el URI dado. Estos numeros permiten una clasicacion de
propiedades y clases, respectivamente, con respecto a su uso. Tambien se pro-
porciona informacion acerca de la posicion de una URI dada en estos rankings.
Los desarrolladores pueden buscar las URIs con queries arbitrarias o busquedas
de URIs especcos (prejos comunes se resuelven automaticamente con datos
de prex.cc).
Para permitir una facil integracion de la funcionalidad vocab.cc, toda la
informacion esta disponible como RDF y se puede acceder como Servicio Vin-
culado.
3.3. Recoleccion
Como se menciono antes, la web contiene grandes cantidades de documen-
tos publicados con informacion semantica. Pero la tarea de encontrarlos, con
el agregado de que solo una peque~na porcion de ellos sera relevante para los
requerimientos no es trivial en lo absoluto debido a la inmensidad del universo
en el que se encuentran. La forma de llevar a cabo este objetivo esta atada al
hardware disponible, tanto para almacenar los datos, como para el tiempo que
va a emplear la ejecucion de esta tarea.
Dado que las bases de datos semanticas solo almacenan informacion en for-
ma de tripletas o cuadrupletas, los documentos encontrados deberan someterse
a un proceso de extraccion que seleccione las sentencias HTML y las convierta a
alguno de los lenguajes que soportan tripletas o cuadrupletas. Para esto existen
multiples herramientas.
Una vez encontrados, descargados y transformados los documentos HTML
a documentos semanticos puede construirse la base de datos semantica con la
informacion recolectada.
Estos son los cuatro pasos necesarios para lograr tener el dataset semantico
con el cual se puede empezar a trabajar. Cada uno de ellos posee distintas
alternativas para su realizacion, algunas se describiran a continuacion
3.3.1. Busqueda
La forma de ejecucion de esta tarea dependera de algunos aspectos:
Recursos de hardware disponibles
Cantidad y calidad de la informacion requerida
El grado de atemporalidad mnima tolerable en los datos
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El primer paso para realizar la recoleccion es intentar responder la siguiente
pregunta: >Donde encuentro la informancion?
Una vez seleccionados los vocabularios, se necesitara obtener fuentes de datos
que contengan sus datos publicados en los vocabularios previamente selecciona-
dos.
Para lograrlo se podra utilizar como punto de partida:
Sitios indexadores: Son algunos sitios que disponen de un dataset muy grande
procesado con documentos indexados, que ofrecen consultar dicho dataset
a traves servicios web. Generalmente proveen una API donde se pueden
consultar los datos mediante distintos grados de exibilidad.
Sindice, LOD cloud cache y UriBurner son algunos ejemplos de estos sitios.
Se puede utilizar entonces, dichos servicios web a n de obtener una lista
de URLs en las cuales se cree que contendran la informacion necesaria.
Sitios autoritativos: Son sitios conocidos que generan informacion relevante
y la publican en las ontologas y vocabularios seleccionados. Ejemplos
aplicados al caso de estudio podran ser IMDB (que publica reviews de
pelculas bajo el vocabulario schema), o Rottentomatoes (que hace lo mis-
mo pero no solo con pelculas). Se podran utilizar entonces estos sitios
como punto base para un posible crawling.
Catalogos de enpoints: Son catalogos provistos por algunos sitios que
mantienen una lista actualizada de SPARQL endpoints junto con el estado
de disponibilidad en el que se encuentran. Por ejemplo los sitios
http://labs.mondeca.com/sparqlendpointsstatus/ y
http://www.w3.org/wiki/SparqlEndpoints . Este ultimo ademas provee
detalles sobre la informacion de los mismos.
Consultar estos sitios entonces generara una lista de endpoints SPARQL
los cuales se podran utilizar para pedir la informacion necesaria.
Volcados de datos: Son datasets muy grandes que fueron el resultado de un
web crawling, los cuales estan disponibles para su descarga y se pueden
utilizar para procesarlos y obtener los datos requeridos. El mas importante
puede ser descargado de http://challenge.semanticweb.org/2014/ .
3.3.2. Obtencion
Este paso depende directamente de la fuente de datos seleccionada, a causa
de que el formato de la informacion diere entre las distintas fuentes de datos.
Para este paso se dispone de las siguientes estrategias:
Web Crawling: Realizar un crawling partiendo de unas pocas URLs selec-
cionadas en el paso anteiror obtenidas de sitios autoritativos. Existen for-
mas distintas de hacer web craling, dependiendo del nivel de profundidad
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en el cual se recorrera la web podra tambien utilizarse los sitios index-
adores, SPARQL queries, o motores de busqueda para obtener una lista de
URLs que contienen la informacion deseada, y luego realizar un crawling
de profundidad uno sobre cada url. Hacer crawling con profundidades muy
grandes requiere de una algoritmia mucho mas compleja para evitar loops,
y tambien de muchos mas recursos de hardware, pero se podra obtener
mucha mas informacion.
De-referenciamiento de URIs: Igual al web crawling, pero exclusivo de doc-
umentos semanticos NO embebidos, ya escritos en un formato nativo de la
web semantica como RDF, turtle, n-Triples, etc. Luego se puede recorrer la
hipermedia realizando lo que se denomina un "follow your nose" (equiva-
lente al crawling de documentos HTML, pero para documentos RDF), que
se realiza de-referenciando los documentos que son objeto de la propiedad
owl:sameAs, o rdf:seeAlso.
Descarga de las respuestas de las APIs: Este es otro caso del uso de los
sitios indexadores, SPARQL queries, o motores de busqueda pero en lugar
de que la informacion pero en lugar de utilizar como dato solamente la
URL, se utilizara tambien la informacion cacheada de dichos documentos
y para evitar el crawling.
Como desventaja la informacion podra encontrarse desactualizada, pero
como ventaja se podra obtener informacion que ya no este disponible. Todo
dependera de las necesidades de la aplicacion. La informacion obtenida de
estas APIs ya debera encontrarse en un formato de la web semantica por
lo que no requerira tampoco una futura extraccion.
Procesamiento de grandes volcados: Este paso requiere de la utilizacion
de recursos mas complejos de hardware, ya que estos volcados suelen tener
volumenes de varios teras de informacion y para procesarlos se requerira de
mucha RAM, memoria secundaria y microprocesador. La idea de optar
por este paso es o bien para utilizar directamente los datos inmediata-
mente disponibles o bien para conocer las URL de los documentos con la
informacion deseada (luego de inspeccionar el volcado determinando los
documentos relevantes) para luego realizar un crawling de profundidad
1, o directamente utilizar la informacion contenida en el volcado. Esta
estrategia podra concluir siendo similar a alguno de los pasos anterior-
mente vistos, con el agregado de realizar el trabajo que realizan los sitios
indexadores, que es procesar grandes volumenes de datos.
3.4. Extraccion y almacenaje
Una vez que se logro encontrar la informacion requerida en la web y con-
tener una copia local, se necesita darle un mnimo procesamiento a determina-
dos datos. Especcamente a aquellos que esten en un formato de informacion
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semantica embebida, que requeriran un proceso de extraccion para luego ser
almacenados en un triplestore.
3.4.1. Extraccion
Extraccion signica, parsear el documento HTML, que como mencionamos
anteriormente puede contener informacion semantica en formato RDF-a, micro-
formatos o microdatos, buscando la informacion semantica para luego generar
un documento RDF (u otro lenguaje de tripletas puro) que represente esa infor-
macion encontrada en tripletas que puedan ser almacenadas bajo un triplestore.
Si bien podra escribirse manualmente un algoritmo que realice esta tarea exis-
ten muchas herramientas que lo hacen, por lo que es recomendable la utilizacion
de alguna de ellas.
Los extractores mas utilizados son los siguientes:
getSchema: Es una herramienta online que se utiliza a traves de una API
Restful para extraer documentos con microdatos. Como respuesta se ob-
tendran documentos semanticos con la informacion extrada en formatos
N-Triples, JSON, o N3. Es una herramienta rapida y ecaz pero solo sirve
para microdatos.
RDF Translator: Funciona tambien a traves de una API Restful, y ademas
de soportar tambien documentos con formato RDF-a, provee la funcional-
idad de transformar los documentos en sentido inverso (de tripletas a
informacion semantica embebida en HTML). Tambien esta la posibilidad
de descargarse la librera y correr el algoritmo localmente.
Any23: Una herramienta muy potente y completa que cuenta con una
comunidad que lo actualiza constantemente. Al igual que las anteriores
se puede utilizar de forma online a traves de una API restful. Tiene co-
mo ventaja que soporta tambien microformatos. Es el extractor utilizado
por Sindice. Tambien esta disponible en forma de librera para utilizar
localmente.
Data Linter:Es una herramienta online que parsea documentos RDF-a, mi-
crodatos y JSON-LD. Muy util para analizar documentos, ya que dispone
de varias ventajas:
Presenta la informacion organizada en tablas anidadas que son mucho mas
amigables para un analisis humano.
Posee un mecanismo de inferencia que alerta cuando se viola la sintaxis
de los vocabularios.
Como contrapartida, la informacion retornada por la herramienta es en
texto plano. Por lo que no puede ser utilizado en un triplestore.
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3.4.2. Almacenaje
Con la informacion recolectada de internet en forma de tripletas (o cuadru-
pletas) ya puede ser almacenada conjuntamente en un triplestore.
Se disponen de muchas opciones de triplestores en la actualidad, algunos
pagos y otros gratuitos. Cada uno con ventajas en algunos aspectos y desventajas
en otros.
Muchos son libreras que forman parte de un framework, ademas algunos
mapean tripletas a otros motores de base de datos como por ejemplo MYSQL
o POSGRE.
Algunos posibles triplestores pueden ser
TDB: Componente del framework Jena, que puede ser accedido mediante
linea de comandos o a travez de la API de jena. Almacena tanto triple-
tas como cuadrupletas, y las almacena en varios archivos donde cada uno
indexa los datos de distintas formas. Tiene una muy aceptable perfor-
mance pero peque~nos errores en su uso pueden corromper la informacion
facilmente.
SDB: Al igual que TDB es un componente de Jena, pero que no almacena
la informacion como archivos en el disco, sino que mapea los datos a
un motor de bases de datos subyacente como MYSQL y POSGRE. Su
performance esta atada a dicho motor de bbdd subyacente pero por lo
general no suele dar buenos resultados.
Sesame triplestore: Componente del framework Sesame, que tiene la op-
cion de almacenar la informacion en disco o en memoria. Lo que puede
signicar un improtante benecio para quienes requieran performance el-
evada en queries. Soporta no solo SPARQL sino tambien SeRQL. Tiene
ademas la ventaja de poder integrar Alibaba, que es un mapeador de clases
de Java a ontologas RDF.
En el Captulo 6 de [2] se observan los siguientes resultados comparativos entre
las distintas bases de datos semanticas.
To load 100m triples of evaluation data:
Sesame: 3 days 6 hours
Jena TDB: 1.5 hours
Jena SDB: 1 day 15 hours
Complex Query Mixes per Hour (rate of query answering { higher = bet-

























No solo se debera elegir el triplestore en cuanto a su performance, su facili-
dad de uso y exibilidad tambien es un aspecto muy importante a evaluar.
3.5. Evaluacion de Calidad de los Datos
Como sabemos los reviews son creados por usuarios que en su mayora no
estan familiarizados con el desarrollo de una aplicacion, esto causa que una parte
muy signicativa del contenido publicado no este de la forma adecuada para ser
procesado. La falta de calidad en el contenido publicado puede deberse tanto a
errores por parte del usuario como por parte del publicador.
El publicador debera asegurarse que los datos respeten rigurosamente las
ontologas en las cuales se publican.
El sitio web en el cual el usuario se encuentre realizando el review debera guiarlo
en todo lo posible para lograr que la informacion quede en un formato adecuado.
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Aunque tambien existen muchos problemas que no dependen del sitio web,
generalmente errores semanticos de calidad, donde lo redactado esta hecho de
forma inconsistente o insuciente.
Este paso entonces tiene por objetivo encontrar todos los problemas de cali-
dad que pueda haber en el dataset que acaba de ser descargado y extrado y
que generen inconvenientes para una posterior integracion/explotacion.
La estrategia se divide en dos partes, una formal y otra informal.
La formal se encuentra ligada a la deteccion de errores sintacticos en el dataset,
que son generalmente causados por una mala utilizacion del vocabulario (Aunque
tambien suelen aparecer problemas causados por malas deniciones de los vo-
cabularios)
El ejemplo tpico de este tipo de error es el uso incorrecto del dominio o
rango de una propiedad.
Encontrar este tipo de errores no es una tarea demasiado compleja, disponien-
do de los vocabularios se puede hacer inferencia sobre el dataset y determinar
automaticamente los errores sintacticos.
Y luego se encuentra la estrategia informal, que intenta encontrar los prob-
lemas semanticos del dataset, para los cuales resulta extremadamente difcil su
deteccion automatizada.
Un ejemplo de este caso es la falta de informacion precisa necesaria para
identicar un tem, por ejemplo poner \batman" como nombre, siendo esta la
unica forma de identicarlo. Como sabemos batman puede referirse a muchos
tem distintos y se necesita un nombre mas preciso para su identicacion. Este
problema hara mas dicultosa una posible integracion, ya que no sera tan
simple identicar cuales reviews hablan de los mismos tems.
Otro ejemplo es el de la inconsistencia en la informacion provista, si por
ejemplo se establece schema:Book como tipo de tem pero el nombre del tem es
\Samsung SyncMaster 753s" claramente es el caso de un tipo incorrecto, ya que
hay una propiedad que solo tendra sentido si se tratara de un schema:Product.
Este ultimo error modicara el correcto funcionamiento de una posible apli-
cacion resultante ademas de interferir en la integracion. Ya que si esa aplicacion
por ejemplo, lista reviews segun el tipo de tem, cuando un usuario busque re-
views de libros, se encontrara con el review de un monitor.
Estos ultimos errores suelen ser muy difciles de encontrar y practicamente im-
posibles de detectar mediante busquedas automaticas.
Para lograrlo se requiere observar humanamente el vocabulario y reexionar
sobre el mismo, deduciendo errores que podran aparecer, tambien ayudara mu-
cho observar resultados de estadsticas sobre el uso de propiedades en el dataset.
Existen frameworks para realizar estas operaciones.
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3.6. Curado de los Datos
En el paso anterior se describieron los problemas en la calidad del dataset
que tendran un impacto en la aplicacion resultante, o que, podran limitar o
imposibilitar la realizacion de la misma. Dichos problemas pueden ser muchos,
y algunos muy difciles de solucionar, sera parte entonces del proceso, reconocer
aquellos que su resolucion sea viable y ademas encontrar la forma de implemen-
tarla.
Cabe destacar que el proceso de evaluar el dataset en busqueda de problemas y
implementar soluciones es iterativo, debido a que una mejora puede conllevar a
la deteccion de nuevos problemas.
3.7. Integracion de los datos
Los datos recolectados fueron generados por distintos usuarios, en multiples
sitios y bajo distintas ontologas y estandares. Estos aun curados, necesitan un
ultimo paso para poder realizar una explotacion, y es la integracion.
Este gran y dicultoso proceso abarca cualquier operacion que intente dar una
vision mas unicada de la informacion. Este proceso puede tener distintos nive-
les y aspectos a integrar, como podra ser por ejemplo, unicar las ontologas
de los reviews, o bien en una nueva ontologa de review, o bien en una ya exis-
tente, para lograr tener informacion semanticamente mas parecida. Ya que este
proceso puede ser muy dicultoso, habra que ver en base a los requerimientos,
que aspectos de los datos se integraran.
Una vez realizada la integracion mnima necesaria para los requerimientos, el
dataset ya estara listo para su explotacion.
3.8. Publicacion del Dataset Curado
Existen varias maneras de publicar el dataset, y la eleccion de una en partic-
ular dependera tanto de para que se podra utilizar el dataset en el futuro como
de los recursos de tiempo/hardware/economicos que se este dispuesto a gastar.
Una posible solucion muy barata y simple es generar un volcado de la base
de datos, comprimirlo y subirlo a un hosting de archivos como Mega. Cualquier
usuario podra descargarse entonces la base de datos y utilizarla de la forma que
mas le convenga. Tendra el problema en ese caso de no serle util a usuarios con
pocos conocimientos sobre esta tecnologa, o que no posean demasiados recursos
de hardware, o tiempo.
Una solucion un poco mas costosa es utilizar un servidor (ya sea propio, pago,
o simplemente una pc), y crear un SPARQL Endpoint accesible mediante la web.
Esta ultima opcion puede implementarse utilizando algunas herramientas:
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Fuseki: SPARQL endpoint que utiliza el protocolo SPARQL mediante HTTP
con estilo REST. Tiene una performance aceptable y la ventaja de ser muy
sencilla su instalacion y puesta en marcha. Se puede directamente utilizar
un volcado de TDB.
Virtuoso Server: Middleware que incluye no solo un endpoint, sino tambien
un motor de base de datos, un server, una aplicacion web y todo lo nece-
sario para publicar los datos en la web. Puede ser muy util pero su insta-
lacion y puesta en marcha no es trivial. Y requiere la adquisicion de una
licencia para su uso.
ARQ: Componente de Jena que funciona como query engine, y puede ser uti-
lizado para armar el endpoint manualmente, eso signica realizar a mano
la aplicacion web.
3.9. Explotacion del Dataset
Por ultimo se llega al paso de explotacion.
La forma en la que se proceda a implementarlo depende de multiples factores
que dependeran de los recursos de hardware disponibles, el tiempo de desarrollo
que se desee emplear y la calidad del dataset obtenido en los pasos anteriores.
En general, cualquier aplicacion resultante sera correcta si logra respetar los
requerimientos.
El unico punto a tener en cuenta es el de elegir correctamente un tipo de sistema
de recomendacion de manera que se pueda aprovechar de la mejor forma posible
la informacion existente en el dataset.
Por ejemplo, si el dataset no contiene demasiados datos descriptivos de lostems,
no sera conveniente utilizar un sistema de recomendacion basado en contenido,
ya que la aplicacion resultante no funcionara de una forma muy util. De la mis-
ma forma que si dispone una gran cantidad de datos acerca de los autores, de-
bera considerarse escoger un enfoque colaborativo para aprovechar de la mejor
manera el dataset.
Teniendo eso en consideracion, las herramientas/tecnologas/lenguajes/etc uti-
lizados para su construccion y desarrollo seran independientemente escogidas







La seleccion de vocabularios es el primer paso en la estrategia propuesta en
el Captulo 3 para explotar la web semantica. En este captulo mostramos como
fue aplicada a nuestro caso de estudio.
Como se dijo anteriormente, seleccionar vocabularios implica reconocer que
propiedades mnimamente se requeriran para as poder comprobar si un vocab-
ulario/ontologa es suciente en cuanto a su covertura de las mismas.
En la actualidad existen cuatro vocabularios que cumplen los requerimientos
mnimos para modelar el dominio de problema planteado.
4.1. RDF Review Vocabulary
Tambien conocido como Review Ontology, RDF Review Vocabulary es una
de las ontologas mas antiguas de review, que fue pensada para uso del lenguaje
RDF y esta denido bajo el namespace http://purl.org/stu/rev# .
Fue utilizado para la construccion Revyu , y sirvio como gua para otras
ontologas.
Consta de tres clases y trece propiedades.
4.1.1. Clases
Comment: Un comentario sobre el review.
Feedback: Expresa la utilidad del review.
Review: El review mismo.
4.1.2. Propiedades
commenter: Especica el usuario que realizo el comentario del review.
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Tiene dominio Feedback o Comment y rango foaf:Agent.
Actualmente se encuentra en desuso.
hasReview: Enlaza el tem evaluado con el review.
Su dominio es rdfs:Resource (siendo esta la clase del tem evaluado) y su
rango es Review. Es una de las propiedades principales.
hasComment: Idem anterior pero con el comentario en lugar del review.
Se encuentra actualmente en desuso.
hasFeedback: Idem anterior pero con feedback en lugar de comentario.
Se encuentra actualmente en desuso.
maxRating: Establece el puntaje maximo que es posible otorgar por un usuario
a traves de la propiedad rating.
Tiene como dominio Review y como rango Literal siendo este ultimo un
numero positivo.
Su ausencia en un review asume su valor por defecto (5). Por lo que si bien
no es indispensable que este, se debera respetar la convencion ala hora de
generar el rating.
minRating: De la misma forma que el anterior, solo que establece el puntaje
mnimo y su valor por defecto es (1).
positiveVotes: Se reere a la cantidad de votos positivos que tuvo el review,
otorgados por usuarios que lo leyeron y lo encontraron util.
Su domino es Review y su rango Literal siendo este ultimo un numero
positivo.
Se encuentra actualmente en desuso.
rating: Una de las propiedades principales, indica el valor numerico otorgado
por el creador del review sobre el tem evaluado.
Su domino es Review y su rango es Literal siendo este ultimo un numero
entre los valores de minRating y maxRating.
reviewer: Especica el usuario que realizo el review.
Tiene dominio Review y rango foaf:Person.
text: Otra de las propiedades principales, dene el texto que describe el sen-
timiento del usuario hacia el tem.
Tiene como domino Review y como rango Literal.
totalVotes: Exactamente igual a positiveVotes.
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title: El ttulo del review .
Tiene dominio Review y rango Literal. Subclase de dc:title.
No tiene demasiada utilidad para el caso de estudio y ademas se encuentra
en desuso.
type: Enuncia el tipo de tem que clasica taxonomicamente al tem evaluado.
Su domino es rdfs:Resource (siendo esta la clase del tem evaluado) y su
rango no se encuentra especicado.
Es una propiedad muy util pero actualmente se encuentra en desuso.
date: Si bien no esta denida dentro del vocabulario, es correcto utilizar
http://purl.org/dc/terms/date, implica la fecha en la que se realizo el
review.
De aqu en adelante, para referirse a una propiedad de esta ontologa se
utilizara el prejo purl:, de manera que por ejemplo la propiedad text bajo el
namespace http://purl.org/stu/rev#text se escribira como purl:text.
4.2. hReview
Como se menciono anteriormente, esta establecido por convencion, que los
microformatos son una forma de publicar informacion en la web semantica,
pero al no disponer de namespaces, no pueden ser representados por ninguna
ontologa o ningun otro lenguaje de la misma.
Al no poder utilizar ontologas que modelen reviews surgio la necesidad de crear
un estandar especco para embeberlos dentro de HTML utilizando microfor-
matos.
Dicho estandar se encuentra actualmente en la version 0.4 [4] y propone el
uso de 10 propiedades, que se supone, deberan ser sucientes para cubrir todas
las necesidades a la hora de generar un review .
summary (opcional): Puede ser el ttulo o nombre del review, o es posible
tambien hacer una peque~na sinopsis del mismo.
Se encuentra en desuso.
type (opcional): Representa el tipo de tem evaluado, pero se encuentra aco-
tado a alguno de estos product | business | event | person | place |
website | url .
Tambien esta en desuso.
item: Esta propiedad enuncia toda la informacion que se crea necesaria para
identicar al tem, mnimamente los atributos nombre, url y foto.
Para lograr bajo una propiedad cubrir todos los atributos, el rango de la
misma debera ser un hCard, que luego contendra las propiedades mnimas
necesarias: fn, url, photo y cualquier otra que se quiera adicional.
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reviewer (opcional): Al igual que tem, indica todo lo necesario para identi-
car a la persona autora del review, para lo cual tambien debera repre-
sentarse con un hCard.
dtreviewed (opcional): Se reere a la fecha en la que fue creado el review.
rating: El valor numerico con el cual el usuario expresa su satisfaccion con el
tem, y esta formado por un entero con un solo decimal de precision, que
se encuentra dentro del rango 1.0 a 5.0. Dicho rango puede ser alterado
con la presencia de las propiedades worst y best que restringen el valor
mnimo y maximo respectivamente.
description (opcional): Establece el valor textual con el cual el usuario ex-
presa su satisfaccion con eltem, creando una sinopsis detallada del mismo.
tags (opcional): Una etiqueta intenta establecer una idea acerque de que se
trata el contenido en una sola palabra para una rapida identicacion o
para mejorar las busquedas.
permalink (opcional): Genera una URI que identicara al review creandole
una especie de ID, que sera util para los casos donde se podra repetir la
publicacion del mismo.
license (opcional): Expresa la licencia del review.
El indicador \(opcional)" se reere a si es indispensable para conformar un
hReview o no, de manera tal que si no se encuentra una propiedad que no
esta marcada como opcional no podra ser considerado un hReview.
Cabe destacar que muchas de las propiedades opcionales, podran ser necesarias
para el caso de estudio.
El problema con este vocabulario surge a la hora de trabajar con la informa-
cion obtenida, que no puede ser representada por ningun otro lenguaje de la
web semantica, por lo que se vio la necesidad de mapear las propiedades de
hReview, a otro vocabulario que s pueda.
Esto llevo a que en la web donde denen hReview lo consideren compatible
con RDF Review Vocabulary, por lo que en Noviembre de 2007 se creo una
herramienta que transforma de uno al otro hreview2rdfxml.xsl, pero existe un
problema con el rango de algunas propiedades, por ejemplo reviewer (propiedad
homonima en ambos vocabularios, pero una con rango hCard y otra con rango
foaf:Person).
En general si bien este vocabulario bien utilizado puede ser efectivo, resulta
poco exible y complciado de manejar por parte de quien quiera explotarlos,
el motivo por el cual se ha vuelto muy popular es su facilidad para generarlos,
dado que microformatos es un lenguaje muy sencillo y cualquier persona con
un relativamente mnimo ocnocimiento de HTML puede generar sin problemas
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un hReview, teniendo ademas herramientas online como opcion, que generan el
codigo a traves de un formulario. Como es el caso de
http://microformats.org/code/hreview/creator.
4.3. RDF Data Vocabulary
En Mayo de 2009 Google anuncia la introducion de los llamados \Google
Rich Snippets", estos fragmentos enriquecidos son una convencion de etiquetas
(con soporte para RDFa-lite y microdata) que permitan agregar informacion
util a los SERP del buscador de Google. De manera tal que los datos que con-
tenan estos fragmentos, reciban un tratamiento especial.
Sin embargo en el anuncio, Google revela que el soporte se limito al uso de
las clases y propiedades del vocabulario denido en una pagina notoriamente
improvisada llamada http://rdf.datavocabulary.org/ .
En ella se establecan modelos de clases para varios tipos de tems, tales
como Persona, Organizacion o Producto y tambien para los Reviews.
La clase Review, quedo denida bajo el namespace
http://data-vocabulary.org/Review e inclua las siguientes propiedades:
itemreviewed: Enlace al tem que esta siendo evaluado.
rating: El valor numerico con el cual el usuario expresa su satisfaccion
con el tem, tiene como rango un valor numerico bajo la clase xsd:string o
Rating, y los valores posibles se encuentran en escala de 1 a 5, pudiendo
la misma ser alterada con la presencia de las propiedades worst y best que
restringen el valor mnimo y maximo respectivamente.
rating: El valor numerico con el cual el usuario expresa su satisfaccion
con el tem, tiene como rango un valor numerico bajo la clase xsd:string o
Rating, y los valores posibles se encuentran en escala de 1 a 5, pudiendo
la misma ser alterada con la presencia de las propiedades worst y best que
restringen el valor mnimo y maximo respectivamente.
reviewer: El autor del review, su rango es dvocab:Person o xsd:string.
dtreviewed: La fecha en la que se realizo el review, no contiene un rango
especco pero aclara que debe respetar el formato ISO para las fechas.
description: El cuerpo del review que representa el valor textual de satis-
faccion del usuario con el tem.
summary: Un resumen corto del review.
Se puede notar la excesiva similitud de este vocabulario con hReview, queda
claro que no hubo una intencion de innovar algo, sino de representar el hReview
en microdatos, probablemente por el apuro en la que data vocabulary fue creado.
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Vale aclarar que limitar las clases y propiedades posibles en RDFa es basica-
mente hacerle perder el sentido al lenguaje (la descentralizacion de los vocabu-
larios sobre los terminos) haciendo que el lenguaje se utilice como si fuese micro-
formatos, pero perdiendo su valor mas importante (la simplicidad) de manera
tal que tomo la inexibilidad de microformatos y la complejidad de RDFa.
Mas adelante los Google Rich Snippets incluyeron tambien soporte para mi-
croformatos (lo que inclua hReview).
4.4. Schema.org
Luego de los fragmentos enriquecidos y el improvisado vocabulario data-
vocabulary creado para soportar los fragmentos, Google en conjunto con Bing y
Yahoo crearon en el 2011 Schema.org, con el objetivo de obtener un vocabulario
mas completo y organizado para la implementacion de los snippets con RDFa y
microdata.
Su lanzamiento provoco la inmediata obsoletizacion de data-vocabulary cuyas









Este nuevo vocabulario, recibe constantes actualizaciones, al punto que, al da
de la fecha, la ontologa cuenta con 946 clases.
En particular, la clase review, denida bajo el namespace
http://schema.org/Review y es subclase de schema:CreativeWork que a su vez
es subclase de schema:Thing.
Propiedades de Review
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itemReviewed: Eltem que esta siendo evaluado, tiene rango schema:Thing
reviewBody: El valor textual del review de la evaluacion, que tiene rango
schema:Text
reviewRating: El valor numerico del review de la evaluacion, que tiene
rango schema:Rating
Propiedades de CreativeWork
about: El tema del contenido. Rango schema:Thing.
aggregateRating: El promedio de la acumulacion de uno o mas ratings
dentro de un review. Tiene rango schema:AggregateRating
author: El autor del contenido. Tiene rango schema:Person o
schema:Organization
comment: Comentarios sobre el contenido. De rango schema:Comment o
schema:UserComments.
commentCount: Cantidad de comentarios. Rango schema:Integer .
creator: El autor del contenido. Tiene rango schema:Person o
schema:Organization
dateCreated: Fecha en la que fue creado. Rango schema:Date .
dateModied: Fecha en la que fue modicado por ultima vez. Rango
schema:Date .
datePublished: Fecha en de la primer publicacion. Rango schema:Date .
publisher: El publicador. Tiene rango schema:Organization
review: El review sobre el contenido. Tiene rango schema:Review .
text: Contenido textual. Tiene rango schema:Text .
Properties de Thing
additionalType: Tipos adicionales para el tem que en general son uti-
lizados para especicar tipos externos, como podra ser por ejemplo una
pelcula de clase http://schema.org/Movie con el tipo adicional
http://dbpedia.org/ontology/ . Tiene rango schema:URL .
alternateName: Especica un alias. Rango schema:Text .
description: Una descripcion corta del tem. Rango schema:Text
name: Establece el nombre. Rango schema:Text .
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sameAs: Una referencia a una url que desambiguadamente represente al
tem, como podra ser una URL de wikipedia, dbpedia, freebase, etc .
Rango schema:URL.
url: URL del tem. Rango schema:URL
De aqu en adelante, para referirse a una propiedad de esta ontologa se uti-
lizara el prejo schema:, de manera que por ejemplo la propiedad reviewBody ba-
jo el namespace http://schema.org/reviewBody se escribira como schema:reviewBody
.
La misma logica sera aplicada tambien a las clases, de manera que la clase Re-
view con namespace http://schema.org/Review sera referida como schema:Review.
Unas 60 propiedades de CreativeWork fueron omitidas por no iban al caso ya que
solo tienen razon de ser para otras clases que tambien heredan de CreativeWork.
Lo importante aqu es remarcar un par de situaciones interesantes:
Las propiedades Review:reviewBody, CreativeWork:text y
Thing:description podran contener el valor textual del review en forma
semanticamente correcta por la denicion de cada una.
Las propiedades CreativeWork:author y CreativeWork:creator son exac-
tamente iguales.
Los valores CreativeWork:dateCreated CreativeWork:dateModied y Cre-
ativeWork:datePublished podran generar confusion.
Sera sintacticamente correcto que un Review utilice la propiedad review
de manera tal que se genere un review de otro review.
Mas adelante se mostraran y enumeraran los problemas que estas cuestiones




En la Seccion 3.3 se mostraron multiples alternativas que se dispone tanto
para buscar y obtener los datos con los que se trabajara a lo largo de todo el
desarrollo.
A continuacion se describe la implementacion seleccionada y utilizada para este
paso.
5.1. Objetivo
Como se indico anteriormente la informacion semantica que va a ser necesaria
para construir se encuentra en la web en forma de documentos HTML que
tienen la particularidad de ser muy efmeros, de manera tal que un documento
que posea datos relevantes a la fecha, puede al da siguiente, o dejar de estar
disponible on-line, o haber cambiado de forma tal que la informacion de este ya
no es relevante, o ya no poseerla.
En la Seccion 4.2 de [20] se genero una estadstica de este caso, donde se estable-
cio que en promedio 62 % de los documentos encontrados, continuaban on-line
luego de un a~no, y de estos, solo un 56 % aun posean datos relevantes.
Si bien armar un dataset con solo informacion extrada de los documentos sin
descargarlos es posible, la situacion anterior genera la necesidad de mantenerlos
en una copia local para evitar una posible perdida de los mismos.
El objetivo entonces sera armar un repositorio local con los documentos on-
line descargados que se cree que tienen la informacion necesaria.
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5.2. Estrategia
Se opto por la utilizacion de Sindice como fuente de datos. Dado que con-
tiene indexados suciente cantidad de documentos de las ontologas a utilizar
para hacer una prueba del caso.
La consulta arrojo: 10.216.632 documentos que contenan la clase purl:Review y
394.533 que contenan la clase schema:Review Luego en base a que a comienzos
del a~no sindice limito la paginacion de sus consultas a 100, de manera que solo
es posible acceder a 5000 resultados se planico la siguiente estrategia:
1. Se realizo una consulta de los documentos para cada ontologa con los
resultados agrupados por dominio (el sitio due~no del documento) ordenada
en orden descendiente por cantidad de documentos
2. A mano se inspeccionaron y seleccionaron los cuarenta dominios con mayor
cantidad de documentos para la ontologa que aun conservaban intactos
sus documentos
3. Se ejecuto una consulta para recuperar hasta 5000 URLs de documentos
por cada uno de esos 40 dominios.
Esto genero una lista de URLs a la cual se le realizo un crawling, para descargar
el documento actual de la web por cada uno. Para realizar la descarga se utilizo la
librera uent.
5.3. Resultados
Se obtuvieron de las consultas a Sindice 254950 urls de documentos potencial-
mente contenedores de reviews.
De las 254950 existan 236697 accesibles.
De los 236697 51 documentos tenan una url de mas de 255 caracteres por
lo que no se pudo almacenar en el disco utilizando la url como nombre del
archivo. Y 6 documentos mal formados.
El Cuadro 5.1 muestra la estadstica resultante de la implementacion de este
proceso.
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Respuesta HTTP Cantidad de documentos
200 236697







Server redirected too many times 8
504 7
Total 254950






En la Seccion 3.4 se plantearon los requisitos y opciones que se requieren
para el tratamiento de la informacion obtenida en el paso anterior.
6.1. Objetivo
Convertir los documentos con informacion semantica embebida en documentos
HTML en documentos RDF, que luego puedan ser almacenados en un triple-
store y almacenarlos.
La necesidad de tener la informacion en un triplestore surge de varios puntos:
1. Tener la informacion centralizada, as, por cada paso siguiente a realizar,
resulte mucho mas simple aplicar un mismo proceso a todos los datos.
2. Tener la informacion en un mismo lenguaje, por la misma razon que el
punto anterior.
3. Poder realizar queries SPARQL tanto para generar estadsticas como para
realizar un curado de la informacion.
4. Poder utilizar el motor de inferencias para detectar errores en los docu-
mentos.
6.2. Estrategia
El extractor utilizado fue any23 con su librera para java. El motivo es que es el
unico de los extractores que provee librera para java, y ademas soporta todos
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los lenguajes de RDF embebido en HTML.
Los documentos se guardaron en formato n-Quads ya que son mucho mas e-
cientemente procesables y ademas se puede conservar el grafo del cual provienen.
Como siguiente paso, con el objetivo de tener un backup ligero de los datos
que pueda ser levantado a una base de datos facilmente, se realizo un merge
de todos los documentos extrados en uno solo. Para ello utilizo la herramienta
RIOT (disponible en la librera any23).
Y por ultimo se determino utilizar una base de datos TDB, por multiples ra-
zones:
Es gratuita y opensource.
Es muy eciente, ya que no trabaja sobre una base de datos MySQL.
Se encuentra incorporado a jena por lo que se dispone de su utilizacion en
Java.
Para levantar la base de datos, a partir de ese documento nq se utilizo la
operacion bulkloader2 que la manera mas rapida. Con lo que se obtuvo la
base de datos TDB.
6.3. Resultados
Any23
En el Cuadro 6.1 puede observarse una lista de los principales extractores uti-
lizados por Any23 para realizar el procedimiento. En la columna Extractor se
describe el nombre del extractor que fue utilizado, el nombre del extractor identi-
ca tambien que formato de informacion extrae, la columna Documentos indica
la cantidad de documentos que el extractor proceso (esto implica que el doc-
umento contena el tipo de formato descripto en el nombre del extractor), y
Porcentaje se reere al porcentaje de documentos procesados con respecto al
total.
Errores por documentos mal descargados:
null 4661
invalid property name "95
Error while retrieving mime type 1
El Cuadro 6.2 dene un panorama de las tripletas semanticas extradas en los
documentos obtenidos.
Cabe destacar que el porcentaje de documentos con Review es 79 % e im-










Cuadro 6.1: Extractores utilizados mas importantes
Documentos con review 187.088
Documentos sin review 49.552
Documentos sin tripletas 2.878
Tripletas totales 16.614.727
Tripletas promedio por documento 71.66
Tripletas promedio en documentos con tripletas 72.56
Tripletas promedio sobre documentos con review 84.02
Tripletas totales de documentos con review 15.719.392
Tripletas promedio sobre documentos sin review 20.01
Total Documentos 236.640
Cuadro 6.2: Estadstica del contenido semantico en los documentos
contenedores de alguna de las clases de review mencionadas lo cual ya no es
cierto. Ya sea porque:
El documento no existe mas
El documento cambio y no habla sobre reviews
El documento dejo de utilizar la web semantica para publicar reviews
Pero ese porcentaje no reeja una estadstica sobre un muestreo aleatorio valido
de Sindice ya que, como se menciono anteriormente, los dominios fueron selec-
cionados con un previo checkeo supercial de la informacion de Sindice sobre
cada dominio.
Riot:
Multiples errores detectados en el merge de los documentos extrados. No queda
claro si causados por any23 en la extraccion, o el documento ya de origen mal
confeccionado.
El Cuadro 6.3 muestra los errores detectados en el proceso de bulk load que
no fueron advertidos por any23.
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6.3.1. TDB Bulk load
La base de datos resultante contiene:
Cantidad de grafos: 182153
Cantidad de grafos que contienen la clase schema:Review: 50955
Cantidad de grafos que contienen la clase schema:Aggregate rating: 52022
Cantidad de grafos que contienen la clase purl:Review: 104316
Cantidad de grafos que contienen la clase purl:ReviewAggregate: 43991
La busqueda en sindice se realizo para schema:Review y purl:Review. Sin em-




PORT SHOULD NOT BE Ports under 1024 should be accessed
WELL KNOWN in PORT using the appropieate scheme name.
ILLEGAL CHARACTER The character violates the
in FRAGMENT grammar rules for URIs/IRIs.
DEFAULT PORT SHOULD If the port is the default one
BE OMITTED in PORT for the scheme it should be omitted.
REQUIRED COMPONENT A component that is required by
MISSING in HOST the scheme is missing.
DOUBLE WHITESPACE Either two or more consecutive
in QUERY whitespace characters, or leading or
trailing whitespace.These match no
grammar rules of URIs/IRIs. These
characters are permitted in RDF URI
References, XML system identiers,
but not XML Schema anyURIs.
WHITESPACE in PATH A single whitespace character. These
match no grammar rules of URIs/IRIs.
These characters are permitted in
RDF URI References, XML system
identiers, and XML Schema
anyURIs.
ILLEGAL PERCENT The host component a percent occurred
ENCODING in QUERY without two following hexadecimal
digits.
NOT DNS NAME The host component did not meet
in HOST the restrictions on DNS names.
DNS LABEL DASH START A DNS name had a - at the beginning
OR END in HOST or end.
PROHIBITED COMPONENT A component that is prohibited by the
PRESENT in USER scheme is present.
WHITESPACE in FRAGMENT A single whitespace character. These
match no grammar rules of URIs/IRIs.
These characters are permitted in RDF
URI References, XML system
identiers, and XML Schema anyURIs.
WHITESPACE in QUERY A single whitespace character. These
match no grammar rules of URIs/IRIs.
These characters are permitted in RDF
URI References, XML system
identiers, and XML Schema anyURIs.
Cuadro 6.3: Errores en el proceso de bulk load
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Captulo 7
Evaluacion de Calidad de
los Datos
Aqu se realizaran las evaluaciones derivadas de la descripcion de la Seccion
3.5, donde se describen los analisis de errores sintacticos y semanticos.
7.1. Evaluacion no 1 - Vocabularios
Objetivo
Buscar aquellas propiedades y clases ligadas a recursos relevantes (que esten
relacionados con algun review mediante property paths) para las cuales no se
encuentre representada en ninguna ontologa. Y luego vericar que genere algun
problema para la aplicacion a construir.
Estrategia
Este primer paso es bastante simple, basicamente se deben conseguir to-
dos los vocabularios utilizados (para saber cuales son estos basta con revisar el
namespace de los prejos) y cargarlos en el dataset.
Una vez con los vocabularios cargados se puede realizar una consulta en SPAR-
QL para las propiedades y luego otra para las clases:
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SELECT ? c ( count ( d i s t i n c t ?o ) as ? cant idad )
WHEREf
f
? s <http :// l o c a l . org / id> ? id .
? s ( : j ! : ) + ?o .
gUNIONf
? s <http :// l o c a l . org / itemId> ? id .
? s ( : j ! : ) + ?o .
g
?o a ? c .
FILTER NOT EXISTSf
? c a r d f s : Class .
g
gGROUP BY ? c ORDER BY DESC(? cant idad )
Luego se puede hacer una consulta igual pero buscando por propiedades.
Resultados
Los resultados de esta evaluacion fueron interesantes. Ademas de algunas
propiedades y clases mal escritas, ya sea por una letra faltante o una minuscula
en lugar de una mayuscula, se encontro que todas las propiedades utilizadas de
la ontologa schema estaban incorrectas.
Ninguna de las propiedades encontradas bajo el namespace http://schema.org/
pertenecan a la ontologa schema. Esto se debe a que cada propiedad inclua
bajo su path su clase dominio de la siguiente manera:
http://schema.org/CLASE/Propiedad . Por ejemplo:
http://schema.org/Product/aggregateRating en lugar de
http://schema.org/aggregateRating
Situaciones como esta generan problemas cuando se intenta realizar consul-
tas generales. Si por ejemplo se requiriera encontrar todos los individuos de la
clase schema:aggregateRating no alcanzara con una simple querie, habra que
realizar tantas queries como clases de la ontologa schema con esa propiedad
existan.
Haciendo un recorrido sobre los datos desde su origen (los documentos html
publicados) hasta este punto, se encontro que el problema se origino en el pro-
ceso de extraccion. Any23 cuando extrae las propiedades de la ontologa schema,
modica las mismas adicionando el nombre de la clase de su correspondiente
dominio, provocando que estas queden incorrectas.
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7.2. Evaluacion no 2 - Duplicados
Objetivo
Disponiendo de un gran dataset de informacion recolectada de la web, un pa-
so muy util es limpiar aquellos datos innecesarios. Este paso consiste en detectar
aquellos reviews en el dataset que se encuentren duplicados.
Estrategia
La forma mas sencilla que a cualquiera normalmente se le ocurrira es com-
parar los reviews todos con todos. Cuyo algoritmo tiene orden cuadratico que
para el tama~no del dataset resulta demasiado denso. El algoritmo que se uti-
lizo fue el siguiente:
1. Por cada ontologa de review se escogio arbitrariamente las propiedades






















2. Luego para cada ontologa se arma un mapa para cada propiedad escogida,
que contiene como clave todos los objetos existentes para esa propiedad,
y como valor un array con todos los reviews que contiene ese objeto para
dicha propiedad. En otras palabras se separaron por cada propiedad, los
reviews segun su valor para esa propiedad. Luego se buscaron que grupos
de reviews se encontraban juntos para mas de una propiedad mendiante
obtener la interseccion de ambos conjuntos. Por ejemplo:
Sea los reviews freview1, review2, review3g el conjunto perteneciente al
valor 4 de la propiedad rev:rating Y sean los reviews freview2, review3, re-
view4g el conjunto perteneciente al valor \buena pelcula" de la propiedad
rev:text La interseccion entre ambos conjuntos es freview2, review3g. Si
ademas todos los reviews cumplen que el tem al cual evaluan tiene el mis-
mo nombre en cada uno de los elementos, entonces seran marcados como
potenciales duplicados.
Esta comparacion se realiza entre todos los conjuntos de reviews de los
valores de una propiedad con el resto de los conjuntos de los valores de las
restantes propiedades de esa ontologa.
3. Una vez obtenidos los conjuntos de los posibles duplicados se procede
ahora s a analizar minuciosamente los reviews todos con todos pero dentro
del conjunto marcado como posible grupo de duplicados para corroborar.
Resultados
Se encontraron en total 17343 reviews replicados en un total de 78705 reviews
de los cuales.
1009 estaban duplicados dentro de un mismo documento.
64991 estaban duplicados entre distintos documento pero dentro de un mismo
dominio
12709 estaban duplicados en documentos pertenecientes a distintos dominios
En el Cuadro 7.1 se observa una lista con los dominios a los cuales se le en-
contraron mas cantidad de reviews duplicados:
7.3. Evaluacion no 3 - RDFUnit-Automatizado
Objetivo
Encontrar todos los problemas sintacticos de los datos relevantes del dataset
e identicar cuales pueden representar un problema para construir la aplicacion.
Estrategia
El framework crea test automaticamente a partir de las ontologas, buscando
una amplia variedad de problemas posibles. Por lo que se instalo el framework,
se lo proveyo de las ontologas relevantes y se corrieron los test sobre el dataset.
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Cuadro 7.1: Cantidad de documentos duplicados por dominio
Resultados
El cuadro 7.2 muestra los principales errores encontrados para la ontologa
schema.
El Cuadro 7.3 muestra el resultado de correr el framework RDFUnit au-
tomatico sobre la ontologa de PURL.
7.4. Evaluacion no 4 - RDFUnit-Manual
Objetivo
Correr test manuales en RDFUnit para evaluar el dataset en busca de errores
sintacticos no contemplados por los test automaticos de la evaluacion anterior.
Estrategia
Se conguro RDFUnit utilizando patrones del framework para crear tests
manuales. Luego se corrio para obtener resultados de la misma manera que en
la evaluacion anterior
Resultados
En el Cuadro 7.4 se visualizan los resultados de aplicar la evaluacion manual.
7.5. Evaluacion no 5 - Analisis experto
Objetivo
Encontrar problemas a grandes rasgos que son muy difcil de detectar por
algoritmos. Tambien indicios indicadores de situaciones que lleven a pensar en
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Test Fallos Casos
schema:datePublished does not have datatype: 152138 152138
XMLS:date
schema:ratingCount does not have datatype: 12509 12509
XMLS:decimal
schema:ratingValue has rdfs:domain dierent from: 6198 181178
schema:Rating
schema:worstRating has rdfs:domain dierent from: 5867 108095
schema:Rating
schema:bestRating has rdfs:domain dierent from: 5867 122057
schema:Rating
schema:aggregateRating is missing proper range 4984 56890
schema:reviewRating has dierent range from: 4095 144239
schema:Rating
schema:name does not contain a literal value 1310 190840
(XMLS:string)
schema:itemReviewed is missing proper range 1058 1505
schema:reviewRating has rdfs:domain dierent from: 331 144239
schema:Review
schema:email does not contain a literal value 174 174
(XMLS:string)
Cuadro 7.2: Resultados del test RDFUnit automatico para la ontologa Schema
Test Fallos Casos
rev:reviewer is missing proper range 83340 157004
rev:reviewer has dierent range from: foaf:Person 73664 157004
rev:hasReview has dierent range from: rev:Review 72398 347548
rev:title has rdfs:domain dierent from: rev:Review 14705 104900
Cuadro 7.3: Resultados del test RDFUnit automatico
otras busquedas de problemas. Esto debera ayudar a entender mejor el dataset
para mejorar el manejo de los datos en posteriores paso, como el de integracion
e implementacion.
Estrategia
Este ultimo paso de evaluacion se comienza con un pantallazo general de
como esta la situacion de los reviews. Para esto se pueden analizar las propiedades
que contienen los reviews, y luego el valor objeto de las mismas. Dado que los
problemas sintacticos deberan estar cubiertos en las evaluaciones anteriores,
este paso solo dejara establecidos algunos problemas semanticos del dataset,
que al ser detectados en base al punto de vista racional humano, resultara im-
probable poder encontrar una solucion algortmica automatizada para el prob-
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Test Fallos Casos
http://purl.org/dc/terms/date has a 92580 207130
format dierent to YYYY-MM-DD
http://schema.org/datePublished has a 53740 144594
format dierent to YYYY-MM-DD
http://schema.org/publishDate has a 50070 59825
format dierent to YYYY-MM-DD
http://schema.org/dtreviewed has a 26903 26903
format dierent to YYYY-MM-DD
http://purl.org/stu/rev#rating is 15319 298458
not in the expected range (1-5)
http://purl.org/stu/rev#rating is 2866 301322
not a natural number
http://schema.org/ratingValue is 41 108088
smaller than http://schema.org/worstRating
http://schema.org/ratingValue is 1 73090
not in the expected range (1-5)
Cuadro 7.4: Resultados del test RDFUnit manual
lema.
Primera query:
SELECT ?p ( count ( d i s t i n c t ? review ) as ? cant idad )
WHEREf
? review a fReviewClass g .
? rev iew ?p ?o .
gGROUP BY ?p ORDER BY DESC(? cant idad )
Esta query debera devolver las propiedades que poseen los reviews y la
cantidad de reviews que la utilizan para una clase de review dada.
Resultados
La clase Review de la ontologa schema utilizaba 15 propiedades.
Mirando el Cuadro 7.5, el primer error semantico que salta a la vista son las
2292 propiedades schema:review dentro un individuo de clase schema:Review.
Es claramente un error en la produccion del documento.
Una rapida busqueda de los documentos con este problema mostro que son
dos los dominios que repiten el error a lo largo de sus documentos
http://www.ilgiardinodeilibri.it/ y http://www.iplaysoft.com/. Mas en detalle
la intencion de los autores del documento fue realizar comentarios para los
reviews (situacion que tiene una solucion especca y es el uso de la propiedad
schema:comments).
La causa principal de que existan errores de este tipo es la ontologa schema


















Cuadro 7.5: Estadstica de las propiedades de la clase schema:Review
un review de un review. Dado que la clase Review es subclase de Creative Work,
y esta ultima contiene la propiedad review.
Por otro lado otra propiedad en el listado que llama la atencion es descrip-
tion. Analizando la propiedad semanticamente, signicara describir el review
en s mismo, y no el tem, dado que si ese fuese el objetivo, dicha propiedad
estara en el tem y no en el review. Observando varios de los valores otorgados
a esa propiedad en el contexto del review, muestran que se trata de la opinion
textual del tem, para lo cual al igual que en la situacion anterior existe una
propiedad especca para eso: schema:reviewBody.
La causa de que se utilice schema:description en lugar de schema:reviewBody
(incluso con mayor frecuencia) proviene de la ontologa de data vocabulary, en
la cual como se explico al principio de la tesis utiliza la propiedad description
como propiedad especca para realizar el review textual. Puede suceder que
sean dominios que migraron sus reviews desde data vocabulary hacia schema
y usaron como propiedad equivalente la que era literalmente igual (lo cual es
incorrecto). Tambien puede deberse a la costumbre de haber utilizado aquella
ontologa que hizo que no se le preste atencion a este detalle, o simplemente que
hayan visto que es tambien sintacticamente correcto realizar una descripcion de
un review y creyeron que era correcto utilizarlo para plantear el review textual.
De cualquier manera la ontologa vuelve a generar inconvenientes debido a la
jerarqua propuesta (Review hereda description de la clase Thing).
Vale la pena aclarar que tambien existe otra propiedad proveniente de Cre-
ative Work que es schema:text cuya descripcion de la ontologa es ` \El contenido
textual de este trabajo creativo" la cual sera sintactica y semanticamente cor-
recto utilizarla en lugar de reviewBody, aunque no sera la mas especca.
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La propiedad name, es ampliamente utilizada en los reviews, la descripcion
de la propiedad en la ontologa declara que se reere al nombre del objeto en
cuestion.
Claramente no esta pensada para un review (Al igual que la anterior se here-
da de schema). Esta propiedad tiene sentido para algun objeto con un nombre
real, como \Teclado Genius L3", o \Batman Begins". Un analisis en el uso de
la propiedad bajo este contexto, demuestra que la intencion fue utilizar esta
propiedad para proveer un ttulo al review. Y al no haber una propiedad pro-
vista por parte de la ontologa para titular un review el uso de la propiedad
name en su lugar si bien es semanticamente incorrecto, no es una mala idea
implementarlo.
Puede observarse tambien que se utiliza la propiedad itemreviewed, la cual no
existe en la ontologa schema, pero claramente es un error de tipeo en un intento
de utilizar la propiedad itemReviewed. Este al parecer es un error sintactico no
cubierto en las evaluaciones anteriores.
Una propiedad curiosa que aparece en el listado es schema:about. Esta propiedad
debera describir el tema en el cual se esta tratando en el review. Pero un sim-
ple vistazo a los valores que toma la propiedad mediante una consulta SPARQL
muestran que el unico valor es \This is required".
Otra propiedad que vale la pena analizar es schema:keywords. Es una propiedad
que debera contener palabras que describan al recurso, el recurso en cuestion
es el review y no el tem, por lo que nuevamente nos encontramos con un er-
ror semantico en el uso de la propiedad (ya que es sintacticamente correcto
utilizarla en un review porque forma parte de la clase CreativeWork), pero no
tiene sentido utilizar palabras para describir un review, claramente son palabras
que utilizaron para describir al tem.
Una observacion de los valores verican lo descripto anteriormente y ademas
muestran que esta propiedad es solo utilizada en los reviews por el dominio
http://www.kennstdueinen.de/ que ademas utiliza el idioma danes.
Tambien hay que mencionar la superpoblacion de propiedades que establecen
la fecha del review: datePublished, publishDate y dtreviewed. El motivo por
el cual aparecen tres propiedades distintas para referirse a lo mismo es basica-
mente porque publishDate y dtreviewed no existen bajo la ontologa schema. Es
el mismo caso que itemreviewed.
Es interesante tambien mencionar que tanto itemreviewed como dtreviewed
son propiedades existentes bajo la ontologa data vocabulary, por lo que la
causa es muy probable que sea a un intento erroneo de migrar el vocabulario
de una a otra ontologa, o de venir acostumbrado a la ontologa anterior y no
prestar atencion a este detalle. En cambio el motivo por el cual muchos dominios
optaron por utilizar publishDate en lugar de datePublished, es que hasta nes
de 2014, era una propiedad valida que ademas se encontraba como ejemplo de
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un correcto uso de la clase Review provisto por parte de la documentacion de
la ontologa.
Tambien la misma ontologa en su documentacion aclaraba que tanto datePub-
lished como publishDate eran indistintas. Exactamente esto mismo sucede con
la propiedad reviewer, la cual ya no esta disponible.
Por ultimo, un vistazo a la propiedad mas popular de la clase schema:Review,
schema:author, mostro que todos los valores de dicha propiedad estan com-
puestos por un string o mas especcamente un Literal. Esto contradice la deni-
cion de la ontologa schema, tanto la documentacion como la implementacion,
que establecen que le rango de la propiedad author es Organization o Person.
El asunto mas relevante en este caso es entender porque este error sintactico
de rango de propiedades no fue contemplado en los test automaticos generados
por el framework RDFUnit. Y la respuesta parece estar en la complejidad con
la que establecieron el rango en la denicion de la ontologa. El extracto de las
tripletas relevantes muestran lo siguiente:
schema : author r d f s : domain schema : CreativeWork .
: node1 rd f : type owl : Class .
: node2 rd f : f i r s t schema : Organizat ion .
: node2 rd f : r e s t : node3 .
: node3 rd f : f i r s t schema : Person .
: node3 rd f : r e s t rd f : n i l .
: node1 owl : unionOf : node2 .
schema : author r d f s : range : node1 .
Al parecer la denicion del rango de la propiedad author utiliza estructuras
de lista y conjuntos que parecen requerir mas inferencia de la que el framework
RDFUnit puede realizar.
Conclusion: La mayora de los problemas son ocasionados por la inconsisten-
cia, inestabilidad e incoherencia de la ontologa. Principalmente en el afan de
hacerla elegante, crearon a Review como subclase de CreativeWork que normal-
mente suele ser superclase de clases que son tems de reviews lo que concluye
en una ontologa demasiado larga y redundante.
Para la clase purl:Review
Los resultados mas llamativos son la aparicion de propiedades que normal-
mente se encuentran en el tem, como puede observarse en el Cuadro 7.6, dado
que no tienen sentido para un review que son hasReview (un review dentro de
un review), n (nombre para un review), fn (idem n), geo (posicion geogra-
ca de un review). El hecho de que todas se encuentren en cantidades simi-
lares es el gran indicador de que es un dominio repitiendo algun problema a













Cuadro 7.6: Propiedades de la clase purl:Review
tra cada uan muestra que todas estan includas en http://hoteles.hotelopia.es y




Curado de los Datos
En este captulo se mostraran los procedimientos implementados para resolver
los problemas encontrados derivados de la evaluacion del Captulo 7.
Objetivo
Corregir todos los problemas viables encontrados en el paso anterior que se
pueda.
8.1. Curado no 1 - Vocabularios
Esta es la implementacion del paso de curado del dataset correspondiente a los
resultados adquiridos de la Seccion 7.1.
Estrategia
Con una consulta SPARQL, se elimino la propiedad incorrecta y se agrego la














SELECT ?g ? s
( IRI (CONCAT(" http :// schema . org /" , ? prop ) ) AS ?p) ?o
WHEREf
GRAPH ?gf
? s ? t ?o .
FILTER(REGEX( s t r (? t ) , " http :// schema . org /+", " i " ) ) .





Se crearon 2498221 propiedades nuevas de forma correcta correspondientes
a cada una de las propiedades incorrectas de la ontologa schema.
8.2. Curado no 2 - Duplicados
Aqu se resolvera mediante una estrategia manual el problema de los reviews
duplicados encontrados en la Seccion 7.2.
Estrategia
Se recorrieron todos los grupos de duplicados y se procedio a realizar la
siguiente operacion: Se le asigno a cada grupo un id unico, al cual llamaremos
groupId. Luego por cada grupo de duplicados se selecciono de manera arbitraria
un representante con un criterio que se describira a continuacion: Si dentro del
conjunto de documentos entre los cuales se encuentran todos los integrantes
del grupo de duplicados no existe ninguno que contenga un recurso ya elegido
anteriormente como representante, se selecciona cualquier recurso de la lista de
duplicados al azar. Caso contrario, se selecciona el primer recurso encontrado
en la lista, que pertenezca al documento que ya contiene algun recurso escogido
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como representante. Esto se realizo de esa forma, para que todos los represen-
tantes se concentren en los mismos documentos y no suceda que dos documentos
identicos con dos reviews cada uno, no concluyan cada uno con un documento.
De esta forma se minimiza la cantidad de documentos con reviews en el dataset.
Luego de elegir un representante para el grupo de duplicados, a ese recurso se
le asigno una propiedad http://local.org/representantOf y como objeto de la
propiedad el groupId. Y para todos los recursos restantes del grupo de dupli-
cados, se les asigno una propiedad http://local.org/duplicatedOf con objeto el
groupId.
Resultados
Se asignaron 78705 propiedades duplicatedOf y 17343 representantOf
8.3. Curado no 3 - RDFUnit-Automatizado
En la Seccion 7.3 se presentaron mediante una tabla, los resultados de la eval-
uacion realizada utilizando el framework RDFUnit de forma automatica.
En esta seccion entonces se citara cada problema resuelto de la tabla in-
cluyendo la estrategia utilizada y los reusltados obtenidos.
Muchos de los problemas detectados por el framework, no otorgaban demasi-
ada informacion, como por ejemplo http://schema.org/datePublished does not
have datatype: http://www.w3.org/2001/XMLSchema#date el cual solo especi-
ca que le falta el tipo al recurso objeto, pero no necesariamente signica que
este mal, sino que da un indicio de que algo PUEDE andar mal y sera vericado
en la consulta manual. En este caso por ejemplo, lo importante es que la fecha
tenga el formato apropiado.
Se decidio entonces atacar los problemas mas especcos.
8.3.1. RDFUnit-Automatizado para la ontologa Schema.org
Primero se resolvieron los problemas correspondientes a la ontologa schema,
derivados del Cuadro 7.2
http://schema.org/ratingValue has rdfs:domain dierent from:
http://schema.org/Rating
Estrategia
Primero hubo que investigar, cuales son todos los dominios para esa propiedad
que aparecen en el dataset, para ver si se pueden acomodar. Esto se realizo con
la siguiente consulta sparql:
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s e l e c t d i s t i n c t ? dominio ( count (? s ) as ? cant idad )
wheref
? s <http :// schema . org / rat ingValue> ? value .
? s a ? dominio .
gGROUP BY ? dominio





Cuadro 8.1: Dominios encontrados en los recursos con propiedad
schema:ratingValue
En el Cuadro 8.1 se puede apreciar que en la mayor parte de los casos de
error, se dieron porque se incluyo la propiedad ratingValue directamente en el
Review. Ahora surge la necesidad de saber si esos casos donde el Review tiene
la propiedad ratingValue, existe una propiedad reviewRating con su respectivo
Rating. Se realizo la consulta:
s e l e c t ( count (? s ) as ? cant idad )
wheref
? s a <http :// schema . org /Review> .
? s <http :// schema . org / rat ingValue> ? value .
? s <http : schema . org / reviewRating> ? r a t i n g .
g
El resultado fue 0.









? s <http :// schema . org / reviewRating> ? r a t i n g .
? r a t i n g a <http :// schema . org /Rating> .





? s a <http :// schema . org /Review> .
? s <http :// schema . org / rat ingValue> ? value .
g
g
schema:worstRating and schema:bestRating has rdfs:domain dier-
ent from: http://schema.org/Rating
El proceso es igual al anterior y los dominios distintos de rating eran Review,
la misma cantidad que en el anterior 5867
http://schema.org/itemReviewed is missing proper range
Esta evaluacion se reere a que existen recursos objeto de dicha propiedad,
que no tienen un tipo especco. Para ver si puede ser resuelto, primer hubo
que evaluar que clase de recursos contienen como objeto, esas propiedades que
presentaron problemas.
La evaluacion encontro que, todos esos recursos eran URIs de un dominio web
411ca.com para ser derreferenciados. La solucion podra haber sido descargar
dichos recursos y anexarlos a la propiedad, pero lamentablemente dichos recursos
no se encontraban disponibles de forma online.
8.3.2. RDFUnit-Automatizado para la ontologa PURL
Luego se corrigieron los problemas correspondientes a la ontologa PURL
provenientes de del Cuadro 7.3
http://purl.org/stu/rev#hasReview has dierent range from:
http://purl.org/stu/rev#Review
En este caso no hay error, el inconvieniente surge porque los recursos de
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tipo purl:ReviewAggregate utilizan tambien la propiedad hasReview que no es-
ta contemplado en la ontologa de purl.
http://purl.org/stu/rev#reviewer is missing proper range
Este caso se da
porque se genera un recurso vacio, especcamente el reviewer. El reviewer no
fue provisto en los documentos originales donde se derivo este problema, sim-
plemente establecan el metadato reviewer dejandolo vaco.
http://purl.org/stu/rev#reviewer has dierent range from:
http://xmlns.com/foaf/0.1/Person
En estos casos analizando que clase contenian si no era foaf:Person, se ob-
servo que la clase era
http://www.w3.org/2006/vcard/ns#VCard. En todos los casos donde el review-
er no se encontraba vaco, se utilizo un v:card en lugar de un foaf:Person, y esto
tiene una explicacion, y es que al haberse utilizado hreview con microformatos
es imposible crear un recurso de esa clase, dado que no se posee un names-
pace, para que eso sea posible, la clase foaf debera encontrarse dentro de los
estandares de los microformatos. En este caso al no haber alternativa por parte
del creador del review, se considera correcto el uso del v-card, en reemplazo de
foaf.
8.4. Curado no 4 - RDFUnit-Manual
En esta iteracion de correccion del dataset, se atacaran los problemas encon-
trados utilizando el framework RDFUnit de forma manual en la Seccion 7.4,
nuevamente citando las las que indican los problemas resueltos correspondi-
ente al Cuadro 7.4, incluyendo tambien la estrategia utilizada y los resultados
obtenidos.
DateProperty has a format dierent to YYYY-MM-DD
Para todas las propiedades que indiquen una fecha, los pasos para reparar
este caso son los mismos.
Cuando nos encontramos con este caso, se requiere de otra evaluacion para
entender como encarar el problema. Es una evaluacion cuyo resultado pueda
responder la siguiente pregunta:
Si no tiene formato YYYY-MM-DD, >Que formato tiene?
La idea en esta evaluacion entonces, es encontrar que formatos distintos
contienen los datos, para poder trasladarlos al correcto.
Estrategia
Comenzando con la siguiente consulta:
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SELECT d i s t i n c t ? date
WHEREf
? review <http :// l o c a l . org / id> ? id .
? review fDatePropertyg ? date .
FILTER ( !REGEX( s t r (? date ) ,
"^[0 9]f4g [0 9]f2g [0 9]f2g$ " , " i " ) ) .
FILTER NOT EXISTSf
? review <http :// l o c a l . org / dep l i cateOf> ?dup .
g
g
Esta consulta retorna la fecha de todos los reviews que no esten duplicados
y que ademas dicha fecha no tenga el formato YYYY-MM-DD
Luego observando los resultados manualmente, se presta atencion a los primeros
resultados y se trata de encontrar con que patron estan formados para luego an-
otarlo y realizar la misma consulta esta vez ltrando los resultados con dicho
patron. Iterando este proceso hasta que queden 0 resultados.
Resultados
En los cuadros 8.3 8.2 8.4 8.5 se muestran los patrones de expresiones regu-
lares que cubrieron con todos los casos de formatos de fechas.
Expresion regular Cantidad de reviews





^[A-z]+ [0-9]{2}, [0-9]{4}.+ 5049













^[A-z]+ [0-9]{2}, [0-9]{4}$ 17069
[0-9]{2}((?!-).)[0-9]{2}((?!-).)[0-9]{4} 11720
^[0-9]{2} [A-zeu^]+ [0-9]{4} 4147
^[0-9]{2}((?!-).)[0-9]{2}((?!-).)[0-9]{4} 4093
^[0-9]{2}((?!-).)[0-9]{1}((?!-).)[0-9]{4} 2803
^[A-z]{3} [0-9]{1}, [0-9]{4} 2783
^[A-z]+ [0-9]{2}[a-z]{2} [0-9]{4}\\.$ 2058
^[0-9]{2} [A-z]{3} [0-9]{4} 1730
^[0-9]{1}((?!-).)[0-9]{1}((?!-).)[0-9]{4}$. 1103
^[0-9]{2}-[0-9]{2}-[0-9]{4}$ 1024
^[A-z]+ [0-9]{1}[a-z]{2} [0-9]{4}\\.$ 746
^[0-9]{1}((?!-).)[0-9]{2}((?!-).)[0-9]{4}$ 279
Cuadro 8.3: Expresiones regulares que representan los formatos de las fechas de
la propiedad purl:date
Expresion regular Cantidad de reviews
[0-9]{2}/[0-9]{2}/[0-9]{2} 2511
^[0-9]{2}\\.[0-9]{2}\\.[0-9]{4}$ 2207
Cuadro 8.4: Expresiones regulares que representan los formatos de las fechas de
la propiedad publishDate
Una vez encontrados los patrones, solo fue cuestion de correr un algoritmo en
Java donde se contemplan todo los patrones y se le aplica la correccion apropiada
al String y se vuelve a almacenar en el review. Tambien en varios casos hubo que
vericar donde se encontraba el da y donde el mes como por ejemplo para casos
como este ^[0-9]{2}\\.[0-9]{2}\\.[0-9]{4}\$ Manualmente se observan los
resultados de ese patron y se puede observar si los primeros 2 numeros son mes o
da. Tambien hubo casos no tratables como ^[A-z]+ [0-9]{2} donde no estaba
explicitado el a~no.
http://purl.org/stuff/rev#ratingis not in the expected range(1-5)
RatingProperty is not in the expected range (1-5)
Cuando nos encontramos con un review en esta situacion, resulta casi im-
posible incluso manualmente corregir este error con la informacion provista por
el review o el documento que contiene el review. Si el rating del review es 7,
>Cual es el maximo valor que el autor tena en mente cuando genero la evalu-
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Cuadro 8.5: Expresiones regulares que representan los formatos de las fechas de
la propiedad dtreviewed
acion?. Uno podra pensar que lo mas logico sera 10, pero no se puede saber a
ciencia cierta, por lo menos con la informacion del entorno al review. Para en-
contrar la respuesta, se necesita la informacion de todos los reviews del dominio
que contiene el review problematico.
Estrategia
Para resolver el problema de rango en los ratings de los reviews entonces, lo
primero que hay que hacer es una evaluacion, en la cual se pueda observar
que valores tomaron los ratings de otros reviews correspondientes al mismo sitio
web hosting del review. Esto solo se aplico par ala ontologa purl, dado que apra
schema los valores erroneos eran muy pocos y no se justicaba. Para implemen-
tarlo, lo primero que se realizo fue la siguiente consulta
PREFIX xsd : <http ://www. w3 . org /2001/XMLSchema#>
SELECT d i s t i n c t ?g ? r a t i n g ? id
WHEREf
GRAPH ?gf
? review <http :// l o c a l . org / id> ? id .
? review <http :// pur l . org / s t u f f / rev#rat ing> ? r a t i n g .
FILTER NOT EXISTSf
? review <http :// l o c a l . org / dupl icateOf> ?dup .
g
FILTER NOT EXISTSf
? ra t <http :// pur l . org / s t u f f / rev#maxRating> ? best .
g
FILTER NOT EXISTSf
? ra t <http :// pur l . org / s t u f f / rev#minRating> ? worst .
g
FILTER ( ( xsd : i n t e g e r (? r a t i n g ) > 5) j j
( xsd : i n t e g e r (? r a t i n g ) < 1 ) ) .
g
g
Esta consulta retorna todos las urls de los documentos que contienen el
review problematico incluyendo el id del review y el rating correspondiente a
dicho review.
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A partir de esta informacion, puede obtenerse el dominio de la URL, y
almacenarse toda la informacion en un mapa de Java, donde para cada dominio
se guarde los valores de los ratings encontrados, y la cantidad de veces que se
encontro cada valor de rating.
Resultados
Los cuadros 8.9, 8.13, 8.10, 8.11, 8.14, 8.12, 8.8 muestran los valores incorrectos
de rango de reviews encontrados para cada domino y la cantidad de reviews del
mismo. Y en base a esos datos se pudo inferir el rango correcto para cada uno
de los dominios como muestra el cuadro 8.15
Luego estos resultados se corroboraron manualmente revisando todos los val-
ores que posea el dominio tanto dentro del rango 1-5 como fuera . Desde ya
que no se puede asegurar la veracidad de los rangos encontrados, dado que por
ejemplo, podra suceder que para el dominio www.kollermedia.at por mas ab-
surdo que parezca el rango real es 1-11 pero no existe ningun review con el valor
11 en su rating. Nota: Manualmente se verico que ormigo posea simplemente
reviews mal generados.
Una vez con estos resultados se puede proceder a corregir los valores de los
reviews del dataset.
Estrategia
Disponiendo de los rango correctos para cada dominio se recorrieron todos
los reviews de cada dominio resultante, y se les adicionaron las propiedades
rev:minRating y rev:maxRating con los valores correspondientes. Esto no solo
para los reviews con ratings erroneos encontrados en la etapa de evaluacion
(fuera del rango 1-5) dado que, para los reviews de cada dominio con rango
encontrado, por mas que el rating se encuentre dentro del rango 1-5 y aparente
ser correcto, ya se sabe que dicho dominio se maneja con rangos diferentes y el
valor real del rating cambiara (no es lo mismo el valor 3 en un rango 1-100 que
en un rango 1-5)
Resultados
El cuadro 8.16 muestra la cantidad de reviews corregidos de cada dominio
habiendose agregado las propiedades necesarias segun los rangos inferidos ante-
riormente.
8.5. Curado no 5 - Analisis experto
Por ultimo se realizo el curado correspondiente a la evaluacion resultante de la
Seccion 7.5.
Propiedades inexistentes o semanticamente incorrectas
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Son los casos de itemreviewed, dtreviewed, publishDate y reviewBody, ya anal-
izados en la evaluacion. Estrategia: En este caso para todas el procedimiento
es exactamente el mismo, y es bastante sencillo, crear una nueva propiedad con
el mismo sujeto y objeto, pero la propiedad indicada para cada caso y luego
borrar la tripleta incorrecta.




Cuadro 8.6: Propiedades inexistentes
El Cuadro 8.6 lista las propiedades incorrectas encontradas con su corre-
spondiente indicado.
Comentarios en forma de reviews
Objetivo
Corregir la clase de los recursos que son de tipo schema:UserComments pero
fueron clasicados como schema:Review
Estrategia
Lo que se intentara es cambiar la clase Review del recurso, y transferir todas
las propiedades a una equivalente en la clase UserComments. Por lo que primero
se debe inspeccionar que propiedades contienen dichos recursos.
SELECT d i s t i n c t ?p
WHEREf
? s a <http :// schema . org /Review> .
? s <http :// schema . org / review> ? review .
? review ?p ?o .
g





Cuadro 8.7: Equivalencia de propiedades de la clase Review con UserComments
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En el cuadro 8.7 se muestran las propiedades encontradas junto con su equiv-
alente en la clase requerida. Entonces simplemente para solucionar el problema
alcanza con la siguiente consulta SPARQL:
DELETE f
GRAPH ?gf
? s <http :// schema . org / review> ? review .
? review <http :// schema . org / d e s c r i p t i o n> ? d e s c r i p t i o n .
? review <http :// schema . org /reviewBody> ?body .
? review a <http :// schema . org /Review> .
? rev iew <http :// schema . org /author> ? author .





? s <http :// schema . org /comment> ? review .
? review <http :// schema . org /commentText> ? d e s c r i p t i o n .
? review <http :// schema . org /commentText> ?body .
? review <http :// schema . org /commentTime> ? date .
? review <http :// schema . org / creator> ? author .





? s a <http :// schema . org /Review> .
? s <http :// schema . org / review> ? review .
OPTIONAL f
? review <http :// schema . org / d e s c r i p t i o n> ? d e s c r i p t i o n . g
OPTIONAL f
? review <http :// schema . org /reviewBody> ?body . g
OPTIONAL f
? review <http :// schema . org / datePubl ished> ? date . g
OPTIONAL f
? review <http :// schema . org /author> ? author . g
g
g
Por ultimo, el problema encontrado con los objetos de la propiedad author,
que deberan ser recursos de tipo schema:Person o schema:Organization, nece-
sitan un arreglo.
Estrategia
Primero es necesario saber que representan esos textos utilizados como ob-




Cuadro 8.8: Rangos incorrectos del dominio www.yellowbot.com
representan usernames dentro de la pagina publicadora, y el resto nombre y apel-
lido. Esto genera un problema a la hora de llevar a cabo la correccion, ya que de
por s, schema:Person utilizada una propiedad para el nombre (givenName) y
otra para el apellido (familyName), y no hay una propiedad especca para un
username, aunque existe la propiedad alternativeName que se utiliza para los
nombres que no encajen en las demas propiedades que podra ser utilizado para
el username. Pero como saber automaticamente cuando es un username, y cuan-
do es un nombre completo, y mas aun, en los nombres completos, como saber
cual es el nombre y cual es el apellido?. Esto no puede ser automaticamente
resuelto, por lo que se opto por incluir a todos (tanto usernames como nombres
completos) dentro de la propiedad name, heredada de schema:Thing. Entonces
como procedimiento nal, se cambio el objeto de las propiedades author, por
un recurso de tipo Person, con una propiedad name conteniendo como objeto el
antiguo valor de author. Realizado con la siguiente consulta SPARQL:
DELETE f
GRAPH ?gf





? s <http :// schema . org /author> : f oo .
: f oo a <http :// schema . org /Person> .





? s a <http :// schema . org /Review> .




Valor Cantidad Valor Cantidad Valor Cantidad
6 1 48 6 79 86
8 2 55 7 72 81
9 1 54 15 73 70
19 1 53 5 74 72
25 1 52 12 82 136
27 1 59 8 85 120
29 1 58 18 84 92
31 1 57 11 87 128
30 1 56 19 86 91
34 1 63 25 81 97
33 2 62 23 80 117
38 1 61 12 83 115
36 3 60 12 96 34
37 1 68 62 93 52
42 1 69 34 92 68
43 3 70 50 95 49
40 1 71 62 94 58
46 1 64 24 89 98
47 4 65 39 88 103
44 1 66 35 91 91
45 4 67 32 90 93
51 9 76 82 100 101
50 10 77 82 98 11
49 8 78 81 99 8
48 7 75 73 97 27
Cuadro 8.9: Rangos incorrectos del dominio www.chip.de
Valor Cantidad
0 5
Cuadro 8.10: Rangos incorrectos del dominio www.gamezebo.com
Valor Cantidad
0 1




















Cuadro 8.14: Rangos incorrectos del dominio www.kollermedia.at






Cuadro 8.15: Rangos detectados automaticamente para cada dominio







Cuadro 8.16: Cantidad de correcciones de rango de ratings por dominio
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Captulo 9
Integracion de los Datos
Como quedo explicado en la Seccion 3.7, integracion comprende los proced-
imientos que se realizan con el objetivo de obtener una vision mas unicada del
dataset. Esto puede signicar, modicar los datos y ontologas y tambien agre-
gar informacion faltante en los tems/reviews. Este es el paso mas importante de
todo el proceso y la posibilidad de conseguir realizar una aplicacion correcta que
satisfaga los requerimientos depende del exito obtenido en el mismo. En base
a los requerimientos establecidos, se pueden pensar en distintos procedimientos
que son necesarios para poder explotar los datos correctamente:
1. Unicacion de vocabularios: En el primer paso del proceso se realizo una
seleccion de los vocabularios con los que se trabajara, estos vocabularios
modelan el mismo dominio de informacion pero muchas veces de forma
distinta. Explotar informacion modelada de diferentes maneras puede re-
sultar innecesariamente engorroso, y tambien para quienes en un futuro
quieran hacer uso del dataset (ya que deberan consutlar la informacion
previamente conociendo todas las ontologas de review existentes).
2. Unicacion de autores: Es muy importante para lograr cumplir el objetivo
de los requerimientos que si dos reviews distintos fueron generados por el
mismo autor, esto quede explcitamente asentado, para poder realizar los
algoritmos de recomendacion.
3. Unicacion de tems: El paso mas difcil y mas importante, si un tem
esta modelado dos veces de forma distinta debera saberse que se trata del
mismo.
4. Unicacion de formato de ratings: Si bien este paso sera valido tambien en
la etapa de curacion, se decidio que encajaba mejor aca. Se trata de llevar
todos los ratings a un formato unico numerico. Hay sitios que establecen
los ratings de distintas formas como por ejemplo \4 out of 5". En s no
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es un problema sintactico dado que no hay un rango establecido para las
propiedades de rating, pero va a presentar problemas a la hora de utilizar
la informacion en conjunto, ya que se requerira tener en cuenta todos los
casos distintos de formatos de ratings. Puede verse como un problema
semantico, tomando en cuenta el ejemplo 4 out of 5, no es mas que una
sobrecarga de propiedades, ya que como valor de la propiedad rating, se
especica no solo el valor de dicha propedad, sino que ademas el valor de
la propiedad maxRating.
5. Unicacion de tipos de tems: Esto es muy util para darle mas posibili-
dades a la aplicacion, y es agrupar los tems segun su tipo (Libro, pelcula,
Hotel, Auto, etc), de manera que por ejemplo si un usuario quiere que le
recomienden un libro, la aplicacion solo le ofrezca libros. Para la ontologa
schema, esto puede ser mas sencillo dado que los tems ya se encuentran
con su tipo identicado con la clase, en el caso de libro, sera cuestion de
buscar tems con la clase schema:Book. El problema es que esto puede no
ocurrir siempre, Un libro, puede estar clasicado como schema:Product,
por lo que necesitara que tambien lo clasiquen como Book.
Por razones de que la tesis ya cubrio el desarrollo suciente, solo se intentaran
implementar los tems 1 4 y 5 de la integracion. Ya que los otros dos poseen una
complejidad muy alta y su implementacion llevara mucho tiempo.
9.1. Unicacion de vocabularios
Objetivo
Conservar los reviews del dataset en una unica ontologa. Lo que simpli-
cara las busquedas, agregaciones y otras operaciones. Ademas de contener
datos semanticamente mas parecidos. Y tambien facilitara la comprension del
dataset a quienes quieran hacer uso del mismo en un futuro (ya que solo deberan
concentrarse en una sola ontologa)
Estrategia
Debera como primer paso realizarse una seleccion de un vocabulario entre los
utilizados, en la cual se escoja uno para que quede como el unico en el dataset.
En este caso de estudio el vocabulario elegido es Review Ontology, ya que
todas sus propiedades son sucientes para cumplir los requerimientos y este es
mucho mas simple, lo que facilitara su utilizacion. El vocabulario de schema
posee demasiadas propiedades que son irrelevantes para este caso de estudio.
Ademas vale la pena recordar los problemas encontrados en el captulo eval-
uacion causados por la ontologa.
Como segundo paso, buscar para cada propiedad de schema:Review utilizada
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en el dataset su contraparte en la ontologa purl.
La equivalencia entre las propiedades ya fue realizada en el Captulo 4. Pero
solo se tuvieron en cuenta aquellas propiedades relevantes al caso de estudio.
Las siguientes propiedades (que valga la redundancia son irrelevantes al caso
de estudio) fueron utilizadas dentro del dataset, y no se establecio su equivalente
en el otro vocabulario: schema:about y schema:keywords.
Si bien, la falta de estas ultimas no impactara sobre la aplicacion nal, es
conveniente no perder datos para la publicacion del dataset, ya que a alguien
podra resultarle util.
En la etapa de evaluacion se observo que la propiedad schema:about tomaba
siempre el mismo valor: \This is required", por lo que no incluir esta propiedad
en el dataset no producira una perdida de informacion. Y la propiedad key-
words puede ser reemplazada por http://purl.org/dc/terms/subject. Ya que en
la documentacion de dublin core, proponen la utilizacion de esta propiedad
utilizando keywords. El caso de schema:reviewRating, que tiene como rango
la clase schema:Rating, no puede ser explcitamente reemplazado, ya que esa
propiedad solo es utilizada para desacoplar el rating del review, situacion que
no se da en la otra ontologa. Pero las propiedades dentro del rating se encuen-
tran todas con un equivalente en purl, por lo tanto no causara ningun problema.
Por ultimo, schema:Person que es rango de la propiedad author, debera ser
mapeado a foaf:Person que es rango de la propiedad reviewer.
En el Captulo 8 se observo que los nombres de los autores podan ser nom-
bres completos o usernames situacion que producida por la generica denicion
de la propiedad schema:name, y no existe una propiedad dentro del vocabu-
lario de foaf:Person que sea tan generico como para contemplar todos los casos
posibles, como s existe en vCard. Ademas de que todos los previos valores de
reviewer estan conformados por un vCard, como tambien ya se analizo en la
etapa de curado.
Por estos motivos se determino continuar utilizando vCards en lugar de
isntancias del vocabulario foaf, y dichos vCards utilizaran la propiedad fn (que
contempla todos los casos mencionados).En el Cuadro 9.1 pueden analizarse las
equivalencias encontradas entre las clases de Review de las ontologas de Schema
y Purl.
No hubo problemas con el algoritmo que realizaba el procedimiento.
9.2. Unicacion de formatos de ratings
Objetivo
Disponer de todos los ratings de los reviews, con el mismo formato. Un
numero sin decimales, para facilitar la implementacion de operaciones como:
\Listar los reviews mas populares de determinada fecha" o \Hacer un promedio
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Cuadro 9.1: Equivalencia de propiedades entre las clases schema:Review y
rev:Review
de puntaje para un tem determinado"
Estrategia
Exactamente el mismo principio utilizado para corregir los formatos de fechas
en 8.4, solo que un poco mas simple porque solo se realizara para una propiedad
en lugar de cuatro.
Primero se realizo una consulta SPARQL buscando los valores de ratings que
no esten dentro de los correctos.
SELECT d i s t i n c t ? va lue ( count ( d i s t i n c t ? rev iew )
as ? cant idad )
WHEREf
? review <http :// l o c a l . org / id> ? id .
? review <http :// pur l . org / s t u f f / rev#rat ing> ? value .
FILTER NOT EXISTSf
? review <http :// l o c a l . org / dupl icateOf> ?dup .
g
FILTER ( !REGEX( s t r (? value ) , "^[0 9]f1g$ " , " i " ) ) .
FILTER ( !REGEX( s t r (? value ) , "^[0 9]f2g$ " , " i " ) ) .
FILTER ( !REGEX( s t r (? value ) , "^[0 9]f3g$ " , " i " ) ) .
gGROUP BY ? value ORDER BY DESC(? cant idad )
Y luego analizando los resultados se fueron agregando los siguientes ltros a la
consulta:
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FILTER ( !REGEX( s t r (? value ) ,"^ [0 9]f1g $ " , " i " ) )
FILTER ( !REGEX( s t r (? value ) ,"^ [0  9 ]f2gnn . [ 0  9 ]f1g $ " , " i " ) )
FILTER ( !REGEX( s t r (? value ) ,"^ [0  9 ]f1gnn . [ 0  9 ]f1g $ " , " i " ) )
FILTER ( !REGEX( s t r (? value ) ,"^ [0 9]f1g , [0 9]f1g $ " , " i " ) )
FILTER ( !REGEX( s t r (? value ) ,"^ [0 9]f1g " , " i " ) )
FILTER ( !REGEX( s t r (? value ) ,"^ Rating [0 9]f1g" , " i " ) )
FILTER ( !REGEX( s t r (? value ) ,"^ About Rating [0 9]f1g" ," i " ) )
FILTER ( !REGEX( s t r (? value ) ,"^ [0  9 ]f1gnn . [ 0  9 ]f1g " , " i " ) )
FILTER ( !REGEX( s t r (? value ) ," Rating [0 9]f1g" , " i " ) )
FILTER ( !REGEX( s t r (? value ) ,"nn ( [0  9 ]f1g " , " i " ) )
Una vez que los resultados arrojados por la consulta fueron 0. Se realizo el algo-
ritmo que lleve el rating al formato correspondiente segun su expresion regular.
Resultados











Cuadro 9.2: Cantidad de reviews corregidos para cada expresion regular
El Cuadro 9.2 muestra las expresiones regulares encontradas en la estrategia
de esta seccion con la cantidad de reviews que contenan un rating con dicha
expresion regular.
Luego de haber concludo con este paso de integracion, se volvieron a correr
algunos tests del Captulo 7 y especcamente los de la Seccion 7.4. Dicho test
volvio a dar un error para |http://purl.org/stuff/rev#rating|is not in the
expected range (1-5).
Esto se debe a que los tests por algun motivo no contemplaban los datos
con formatos no numericos, y luego al cambiar el formato se encontro con la
situacion.
Esta situacion se normalizo volvieron a implementar la correspondiente estrate-
gia de curado de la Seccion 8.4.
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9.3. Unicacion de tipos de tems
El desarrollo de este procedimiento fue descripto en la publicacion \Instan-
cias de ontologas de la Web Semantica mejoradas a traves de Minera de Texto"





Para este paso, se escogio en un primer lugar el aprovicionamineto de un
servicio web para ser accedido publicamente. Esto benecia a los usuarios que
requieran hacer un uso inmediato y simple de la informacion contenida. Ya
que si se decidiera proporcionar un volcado de datos, el usuario debera tener
conocimiento de la manipulacion del disco, as como recursos de hardware y
tiempo de conguracion.
Para proceder con la publicacion del dataset de la forma mencionada, el mo-
tor que se opto por utilizar es Fuseki, ya que proporciona un medio de imple-
mentacion extremadamente sencillo, debido a que funciona perfectamente en
conjunto de un dataset TDB, que es con el que actualmente se cuenta.
Fuseki ademas, tiene la ventaja de ser facilmente congurable, y no requiere
instalacion. En el caso de haber elegido otros motores, habra que haber hecho
una conversion del dataset para obtenerlo en un formato adecuado, ademas del
esfuerzo necesario para instalar y congurar toda la aplicacion.
Por otro lado se considero tambien que podra existir la necesidad por parte
de algunos usuarios (la minora), en hacer un uso mas complejo del dataset
(recordar que la utilizacion de endpoints sparql tiene sus restricciones), para lo
cual requeriran manipular el dataset completo por su cuenta.
Resolver esta situacion, no represento casi inconveniente, debido a la alta ca-
pacidad de compresion de datos que posee una base de datos TDB, que paso de
8,4Gb a 1,0Gb. Dicho dataset con esas caractersticas puede ser facilmente pub-




En la Seccion 3.9 se hablo de la eleccion de un sistema de recomendacion,
previo a la construccion de la aplicacion con el objetivo de aprovechar lo mas
posible la informacion.
Hasta aqu se genero un dataset curado, que en la seccion de integracion por
cuestiones de complejidad (e incluso de posibilidad) no se realizo la integracion
tanto de los autores, como de los tems.
Dado que no se dispone de ninguna propiedad para determinar que tanto dos
autores son el mismo o dos tems son el mismo resulta inadecuado la utilizacion
de un sistema de recomendacion de ltrado colaborativo.
Esto tambien puede incluir a los sistemas de recomendacion basados en con-
tenido, porque tambien hacen uso de un perl de usuario que requiere mucha
cantidad de informacion de cada uno para su construccion.
Es por eso que solo resta la implementacion de un sistema de recomendacion no
personalizado.
De manera que los rankings generados por la aplicacion, van a ser identicos
para cualquier usuario que lo solicite.
Se genero entonces una aplicacion que hace uso del dataset publicado en el
captulo anterior, cumpliendo con los requerimientos planteados en la Seccion
1.5.
La gura 11.1 muestra un diagrama de la arquitectura de la aplicacion com-
puesta por tres capas:
1. API Restful: Que provee una API mediante la utilizacion del framework
Jersey. Esto evito que se requiera utilizar una interfaz graca que no
cumple ningun aporte a los objetivos de esta tesis.
2. Service: Que proporciona la funcionalidad de la aplicacion, generando la
estructura de los rankings en el sistema de recomendacion, para luego
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Figura 11.1: Arquitectura de la aplicacion
utilizar el framework Jena que modela y provee la informacion solicitada
por el sistema.
Tambien posee una librera que mapea la informacion otorgada pro Jena
a Strings JSON que pueden ser devueltos por la API.
3. Queries: Por ultimo se encuentra la capa queries, que se encarga de obtener
los datos del dataset mediante consultas SPARQL generadas por la librera
ARQ del framework Jena. Dicha capa sera la encargada de interactuar con








Se demostro como puede hacerse uso de las tecnologas, frameworks y estandares
de la Web Semantica para explotar las contribuciones de los usuarios a lo largo
de toda la web dentro del marco de los Sistemas de Recomendaciones.
A partir de todo el proceso se pueden distinguir dos actores que participan en
la publicacion de reviews en la web semantica, el usuario que genera la informa-
cion y el desarrollador del sitio que provee al usuario la plataforma para hacerlo.
La importancia entonces de la existencia de vocabularios expresivos, concretos y
precisos resulta fundamental para ayudar a estos dos a publicar la informacion
correctamente, ya que se demostro que a partir del paso Evaluacion, la incor-
rectitud en la informacion publicada crea grandes problemas que resultan muy
complicados de resolver, al igual que se demostro que muchos de los errores son
muy inuenciados por los vocabularios.
Aun con vocabularios completos, correctos y precisos, continuaran presentandose
dicultades en el paso de Integracion, ya que es muy dependiente de la relacion
entre los datos publicados por distintos usuarios.
Intentar integrar tems y autores parece ser entonces una tarea que va de ex-
tremadamente compleja a imposible, dado que la mayora de los reviews poseen
de informacion de los autores solo un username, en lugar de un identicador
global como podra ser una direccion de email.
Tambien tems, que tampoco poseen identicadores globales, sino nombres
escritos en distintos formatos.
Esto parece tener origen en la naturaleza decentralizada de la web semantica,
que otorga a los usuarios la libertad de generar recursos sin lmite.
La solucion no parece encontrarse por el camino de la centralizacion, como
fue planteado en [11] cuya aplicacion resultante termino siendo obsoleta, sino
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con la estandarizacion mas restrictiva en vocabularios y propiedades, intentando
llevar a los usuarios a la utilizacion de esos tan necesarios identicadores.
Por otro lado se pudo observar la preferencia de los desarrolladores de sitios
a la utilizacion de formatos de codigo semantico embebido en HTML, en lugar
de documentos RDF puros. Aunque cada uno de los formatos posee ventajas y
desventajas para dicho desarrollador del sitio, se noto que uno de ellos (micro-
formatos) solo contena desventajas desde el punto de vista del desarrollador de
la aplicacion semantica.
Dicha conclusion se obtiene de vericar que la calidad de los tems escritos
en microformatos del dataset es muy baja, ya que solo poseen como informacion
un nombre en la mayora de sus casos.
Esto se debe a que no se disponen de namespaces para la utilizacion de
ontologas que permitan la utilizacion de propiedades descriptivas necesarias, y
solo cuenten con el uso de V-Cards.
El punto de vista del desarrollador de aplicaciones semanticas por supuesto
que no suele ser tenido en cuenta por el desarrollador de sitios, que la mayora
de las veces opta por el uso de microformatos por su simplicidad.
A pesar de los problemas mencionados, se alcanzo el objetivo de construir un
sistema de recomendacion, donde se produjeron satisfactorios resultados en los
puntos de evaluacion y curacion. Y dicha construccion demostro como puede
ser necesarios combinar vocabularios (como se vio en el Captulo 9 que se
aprovecho la simplicidad y correctitud de la Review Ontology para los reviews
para los tems de schema), y mostro interesantes usos de la minera de datos
para el proceso.
Tambien mostro la necesidad de conocer las distintas herramientas y aplica-
ciones como Sindice o RDFUnit, que aportan mucho al proceso, tambien de la
necesidad de conocer la naturaleza de los datos con los que se trabaja.
Quedan entonces planteados, desafos en varios de los puntos de este traba-
jo, comenzando con la proposicion de estandares o soluciones que resuelvan el
problema de la publicacion de informacion no identicable, siguiendo por el
analisis del uso de la minera de datos en varios puntos, y la generacion de una
estrategia de integracion exitosa en este contexto.
Otro aspecto a investigar es el de la obtencion de fuentes de datos, mas
completa y actual que no necesite de la utilizacion de complejos recursos de
hardware para un crawling, dado que Sindice a partir de 2015 ha dejado de
funcionar como web crawler.
Un punto interesante de partida podra ser la inspeccion del nuevo LOD
Laudromatic.
Por ultimo tambien queda por mejorar los puntos de Evaluacion y Curacion,
que pueden analizarse cuanto mas completo y eciente pueden lograrse.
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