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Abstract—  Web services are being increasingly exploited 
in software development. Their advantages, for example, 
platform independence, would be enhanced if they could 
be bound to dynamically at run time. However, existing 
methods  for  dynamic  binding  have  proved  problematic. 
This  paper  proposes  an  approach  based  upon  both 
continuously  caching  on  a  Local  Area  Network  (LAN), 
web services selected for their relevance to an organisation 
and  their  quality  of  service  data, and  upon  dynamically 
linking  to  these  at  run  time  based  upon  QoS  criteria 
required by specific organisation business processes. 
Keywords:  Web  Services,  Dynamic  Binding,  Local  Area 
Network.  
I.  INTRODUCTION 
Web  services  have  become  instrumental  in  software 
development  as  a  result  of  their  ability  to  interoperate  with 
different software components from different software vendors 
such as Sun and Microsoft as [19] describes. Ref. [19] argues 
that more organizations whose business processes depend on 
software  want  to  leverage  the  capability  of  web  services  in 
order  to  reduce  the  cost  and  maintenance  of  software 
development. Initially, the process of consuming web services 
has  been  through  static  means  (i.e.,  through  knowing  web 
service  addresses  at  software  development  time).  However, 
using static means, software is unable to dynamically switch 
from one web service to another at runtime; this is because in 
the  static  method,  web  service  information  such as  the web 
service  address  is  hardcoded  during  the  development  of  the 
given software as [22] points out. The adverse implication is 
that at runtime a piece of software is not necessarily binding to 
the  best  web  service  available  for  performing  a  desired 
function. 
Ref.  [22]  indicates  that  static  binding  to  web  services 
occurs when a web service specification is hardcoded into a 
piece of software; this means that the software is armed with 
particular web service information at development time which 
is used to invoke it at run time. However, one of the features of 
web  services  is  its  ability  to  be  changed  at  any  time  by  its 
owners as [22] and [3] point out; this means that information 
such as a web service’s address and binding protocol may be 
subject  to  change.  For  example,  a  provider  of  web  service 
might decide to change a web service invocation password for 
the sake of security. In this scenario, any software using such a 
web service will need to be modified and recompiled (with the 
implication that the software will not be available to service 
requests  during  the  time  of  web  service  modification)  to 
accommodate the changes to the web service it depends on. 
Because  of  the  ability  of  web  services  to  change  their 
specification at any time, [22] argues that the availability and 
reliability of software relying on static binding to web services 
is not guaranteed at runtime. 
Based on the criticality of organizations business processes 
relying  on  web  services,  a  failure  in  a  business  or  mission 
critical software system may result in a major economic loss as 
[13] argues. This suggests that a suitable technique for dynamic 
linking  to  web  services  should  be  available  in  order  to 
guarantee  system  availability.  A  number  of  techniques  for 
dynamic linking have been proposed as is discussed in the next 
section. However, each is associated with its own problems as 
is  discussed  in  the  next  section.  To  address  this  problem,  a 
technique is proposed based on the twin ideas of continuously 
searching  for,  identifying,  and  caching  locally  web  services 
that are relevant to an organization and their associated quality 
of service characteristics, and of the organizations’ processes 
dynamically linking to selected services from this cache based 
upon each process’s specific quality of services requirements. 
This paper  describes  this approach.  Section two  presents 
the  architecture  of  web  services  and  different  methods  of 
dynamic  binding  to  web  services  in  literature;  section  three 
gives a detailed discussion into the shortcomings of existing 
methods  of  dynamic  binding  to  web  services.  Section  four 
discusses the proposed approach to dynamic binding to web 
services.  Section  five  evaluates  the  proposed  method  while 
chapter  six  highlights  the  shortcomings  of  the  proposed 
approach. Lastly, chapter seven gives the conclusion. 
II.  WEB SERVICES ARCHITECTURE   
This section reviews techniques used for dynamic linking to 
web services in the literature. Some of these techniques include 
a  syntactic  approach  (e.g.  searching  web  services  by  their 
names  and  operations) and  others a  semantic approach  (e.g. 
using domain ontology) in either a distributed architecture or a 
centralized architecture. fig. 1 overviews the process of linking 
to web services. International Journal of Electronics Communication and Computer Technology (IJECCT) 
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Figure 1.   How Web Services are invoked, [7] 
With respect to fig.1, we assume the web service provider 
has published his/her web service on the Universal Description 
and  Integration  (UDDI)  repository  for  consumption.  We 
assume the web service published in the UDDI performs the 
addition of two integers. Literally, web service clients invoke 
web service found in the UDDI as follows: 
1.  The web service client generate a proxy class in order to 
communicate with a given web service over the internet.  
2.  The  communication  over  the  internet  is  Extensible 
Markup Language (XML) based commonly called Simple 
Object Access Protocol (SOAP) based messages.   
3.  The  web  service  implementation  decodes  the  SOAP 
message  sent  over  by  the  client  and  extracts  the 
parameters to work on.  
4.  The web service implementation solves the problem, in 
this case, say to add just two integer numbers; (5+9) = 14 
5.  The  result  in  sent  over  to  the  web  service  client  as  a 
SOAP message. 
6.  The  web  service  client  gets  the  result  and  result  is 
displayed to the user. 
A.   Syntactic technique for dynamic web service linking in a 
centralized architecture (UDDI) 
Ref.  [21]  described  a  syntactic  approach  using  content 
analysis  research  methods  in  carrying  out  an  experiment  to 
develop an algorithm that will enable clients to bind to web 
services  in  the  UDDI,  based  on  web  service  names  and 
operations. The content analysis approach was adopted in order 
to understand the structure of web services in the UDDI. Based 
on this algorithm, if a match is found, the client dynamically 
binds to a web service. However, this approach does not allow 
dynamic  web  service  linking  based  on  web  service  quality 
attributes such as response time to request. In order to enhance 
this approach, [8] and [10] carried out an experiment in which 
Quality  of  Service  (QoS)  broker  based  architecture  was 
incorporated  into  the  UDDI  repository.  The  result  of  the 
experiment indicated that clients can dynamically bind to web 
services in the UDDI based on quality attributes. 
  However, as [5] point out, the lack of maintenance of the 
UDDI repository and the lack of verifying the correctness of 
UDDI  content  by  regulative  bodies  has  discouraged  web 
service providers from publishing web services in the UDDI. 
With this development, finding suitable services in the UDDI 
for dynamic binding becomes a challenge. Ref. [5] claim that 
this has given rise to service providers publishing their services 
on the internet (distributed architecture). 
B.  Syntactic technique for dynamic web service linking in a 
distributed environment (internet) 
 One approach for dynamic linking to web services on the 
internet is the use of search engines or web crawlers (syntactic 
approach);  this  is  similar  to  the  technique  described  above, 
however the search for web services is not carried out in the 
UDDI but on the internet. Ref. [18] carried out an experiment 
with  the  objective  of  finding  out  how  to  identify  and 
dynamically  link  to  web  services  on  the  internet  using  two 
methods. The first method involved creating a simple HTML 
page and writing (embedding) a web service WSDL into it as 
shown  in  fig.2 (highlighted);  this  makes  it possible  for web 
crawlers to search web pages for key web service information 
such  as  their  names  and  operations.  The  second  approach 
involved  creating  a  simple  HTML  page  and  embedding  a 
pointer or link to a WSDL file, see fig.3 (highlighted), in other 
words, a pointer that redirects web crawlers to a WSDL file via 
a  web  page.  The  result  shows  that  embedding  web  service 
WSDL into HTML pages enhances web service discovery and 
hence it’s dynamic linking on the internet.  
<html> 
  <div class="service">HenryMapService  
    <service name="HenryMapService"/>  
      <port  name="HenryMapServiceSoap"   
  binding="s0:HenryMapServiceSoap">  
  <soap:addresslocation="http://www.test.com/map.
  asmx"/>  
      </port>  
    </service>  
  </div> 
</html> 
Figure 2.   Embedding WSDL into Web pages, [18] 
<html> 
<div class="vcard">  
   <a class="url fn n" href="map.xml">  
    <span class="description">this is a Henry   
      Map Web services that can retrieve a map   
    </span>  
  </a>  
</div> 
</html> 
Figure 3.   Embedding WSDL pointers (link) into Web pages, [18] International Journal of Electronics Communication and Computer Technology (IJECCT) 
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However, search engines or web crawlers have restrictions 
as they may not have the capability to reach out to web pages 
that  need  authentication  or  approval  before  such  pages  are 
viewed and used for dynamic web service linking as [5] argue. 
Furthermore, [23] points out that even if the quality attributes 
of web services (such as service response time) are embedded 
into web pages, it is very difficult for web service clients to 
verify this quality attributes before invocation.  
C.   Ontology based technique for dynamic web service 
linking in a distributed environment 
  Web  service  discovery  using  an  ontology  involves  the 
formal description of web service operations using a domain 
ontology by service providers as [12] describes, The service 
requester also needs to formally describe a request using the 
same domain concepts captured by the service provider: this is 
to avoid semantic heterogeneity as [9] indicate. Ref. [11] point 
out  that  semantic  heterogeneity  occurs  when  a  concept  has 
more than one meaning or interpretation. Ref [14] described an 
approach using identified concepts from domain ontology to 
describe  the  operations  of  web  services  in  a  Semantic 
Annotation  WSDL  (SAWSDL)  format;  the  SAWSDL  (an 
extension of the WSDL file) is used to semantically describe 
service  operations  using  domain  ontological  concepts.  For 
example in fig.4, if a service provider defines a web service, 
named, for example, holidays, which enables clients book their 
holidays,  then  in  the  WDSL  of  such  web  service,  a  section 
(SAWSDL  section,  highlighted  in  fig.4)  will  describe  the 
operations of the web service using the concepts of the domain 
ontology for holidays (see fig.5). Two concepts identified by 
the domain ontology for holidays in fig.5 are “USA” (United 
States) and  “Visa  card”  (Payment  mode  for  the  holiday).  A 
web service client going on holiday to Miami (a place in the 
USA) will need to describe his request based on the concept of 
the  domain  ontology  holidays  used  by  the  service  provider 
(fig.4) for dynamic linking as [14] point out. 
<xs:element name=”holiday"> 
   <xs:complexType> 
      <xs:sequence> 
         <xs:elementname="destination" type="xs:string" 
sawsdl:modelReference="http://onto/tourOperator.owl
#US"/> 
<xs:elementname="payMean" type="xs:string" 
sawsdl:modelReference="http://onto/tourOperator.owl
#Visa"/> 
             </xs:sequence> 
       </xs:complexType> 
</xs:element> 
Figure 4.   Snippet of the SAWSDL section in a WSDL file, [14] 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figure 5.   Domain ontology [14] 
 However,  the  process  of  describing  web  service 
functionality using domain ontology is very difficult. First, [9] 
argue that service requesters will have to formally describe web 
service operations with the same concepts captured by service 
providers in order to avoid semantic heterogeneity; second, the 
requester may find it difficult to describe his request as a result 
of  strict  ontological  rules;  and  third,  one  needs  a  good 
understanding of ontology before exploiting its capabilities in 
the context of web services. 
III.  PROBLEMS WITH EXISTING APPROACHES  
It is worth noting that the Universal Description Discovery 
(UDDI) repository was solely meant for the purpose of finding 
an  organization’s  business  contacts  on  the  internet.  As  [16] 
indicate, the UDDI initially holds information about company 
names, addresses and telephone numbers. However, with the 
advent of web services, service providers took advantage of the 
UDDI to advertise their web services.  Furthermore, to show 
the extent to which the UDDI was not meant to support web 
services and its dynamic binding capability, the structure of the 
UDDI  and  web  service  operations  was  designed  by  two 
different  bodies  as  [16]  point  out.  The  Organization  for  the 
Advancement  of  Structured  Information  Standards  (OASIS) 
designed the UDDI, while web service operations conform to 
the World Wide Web Consortium (W3C) specification [16]. 
Based on this, [23] and [20] suggest that it is very difficult to 
extend  the  capability  of  the  UDDI  in  supporting  dynamic 
linking to web services. 
Furthermore,  [1]  points  out  that  web  services  in  a 
distributed or centralized architecture are designed for human 
understanding  and  interpretation  and  are  not  designed  to  be 
machine  processed.  This  however  suggests  or  confirms  that 
previous approaches to dynamic linking to web services in a 
centralized  or  a  distributed  architecture  developed  by 
researchers are difficult or unachievable to implement; as such, 
they  have  not  been  commercially  exploited.  In  addition, 
making dynamic web service a reality based on [1] argument, 
human beings should be in the best position to analyze what 
sort of web services best suit their needs and best able to make 
such  services  available  for  dynamic  linking  in  their 
environment (LAN). In other words, thorough analysis into a 
client’s  choice  of  web  service  should  be  carried  out  before 
services  are  discovered  and  made  available  for  dynamic 
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binding  on  a  Local  Area  Network  (LAN).  Even  if  human 
intervention  is  avoided  and  the  use  of  domain  ontology  to 
formally describe providers’ web services (which is near at the 
moment, as suggested by the researcher), the service consumer 
may encounter some challenges in using the same concepts of 
the domain ontology to describe the operations of his choice of 
web  services.  But,  as  [9]  argue,  this  may  lead  to  semantic 
heterogeneity. 
 In  addition,  [1]  describes  the  process  of  dynamically 
linking  to  web  services  without  human  intervention  as 
impractical as there must be a contract that must exist between 
a  service  provider  and  a  service  consumer.  However, 
sometimes there might not be a binding contract for public web 
services as [19] indicates; notwithstanding that such a service 
will still need human intervention for discovery and to be made 
available in the client’s LAN. For example, for a web service 
locked with a password by its provider, how will such a web 
service  be  dynamically  invoked  on  the  internet  without 
knowing its invocation password?  
Thus, it makes sense to argue that dynamic binding to web 
services can only be effective with known web services, these 
are services that have either been paid for (i.e. an agreement or 
contract  exists between  service  providers and  consumers)  or 
discovered manually on the internet and made available on the 
client’s  Local  Area  Network  (LAN)  for  consumption.  It  is 
suggested that dynamic web service linking from a LAN will 
eliminate difficulties in previous approaches characterized by 
using ontological concept or other means to dynamically link 
to ‘unknown’ web services. Based on the analysis a technique 
for dynamic linking to web services in the context of a Local 
Area Network (LAN) is suggested. This technique is described 
in the next section.  
IV.  THE PROPOSED APPROACH  
The  approach  can  be  divided  into  two  parts,  firstly  the 
organization that wants to leverage web services will have to 
discover  suitable  web  services  that  suits  their  business 
processes. The process  of discovering  includes  searching on 
the  internet  for  free  web  services or by  purchasing  one, for 
example  on  Amazon  web  services.  These  acquired  web 
services  are  manually  grouped  and  catalogued  into  a  web 
service repository. For example web services performing the 
same functionally are grouped together. The quality attribute of 
catalogued web services such as the cost per invocation is also 
recorded. The repository that houses catalogued web services is 
manually  updated  with  respect  to  immerging  needs  for  new 
web services. 
Secondly,  software  systems  that  want  to  leverage  web 
services  catalogued  in  the  repository  are  equipped  with  the 
repository’s URL to allow web service invocation in real time 
on the LAN. When a software system wants to take advantage 
of  web  services  catalogued  in  the  repository,  the  software 
system uses the repository’s URL to discover the repository on 
the  LAN  for  communication.  Once  the  repository  is 
discovered,  the  software  system  communicates  the  business 
process it wants to execute and the parameters involved. The 
repository gets the information and checks from the pool of 
catalogued  web  services  to  call  upon.  The  web  service 
repository  finds  one  and  dynamically  invokes  it  and  passes 
result over to the software system. The quality attribute of the 
invoked web service in updated for example its response time 
to request. 
A.   Case Study  
In  order  to  fully  understand  the  proposed  approach  to 
dynamic binding to web services on a LAN, it makes sense to 
give an illustration into its working via an example. Let assume 
a  fictitious  company  called  “Danga”  has  a  global  money 
transfer software system and also will want to leverage web 
services  in  order  for  the  software  to  fulfill  its  business 
processes. Danga’s online money transfer business processes 
are listed below:- 
1.  User logs into the online money transfer web site 
2.  User  enters  amount  to  be  sent  over  to  a  friend  or  a 
family 
3.  User enters their credit card details where the amount to 
be sent will be deducted 
4.  System verifies the credit card details 
5.  If credit card is verified successfully, money is deducted 
6.  Money  to  be  sent  is  converted  to  the  local  currency 
where the receiver resides. 
7.  Money gets to the receiver’s end. 
From  the  analysis  of  Danga business processes, one can 
identify processes 3 and 6 to leverage web services. As such, 
Danga goes in search of web services that can verify credit 
cards and a currency converter web service. For simplicity, we 
will concentrate on web services that verify credit cards. The 
credit card verification can be discovered on the internet and 
indeed two or three of this kind of web service can be found. 
These  discovered  web  services  are  group  (web  services 
performing  similar  functionality  are  grouped  together)  and 
catalogued  into  the  web  service  repository.  The  cataloguing 
includes  uploading  web  service  WSDL  URL,  input  and  out 
parameter types. 
When the online money transfer software needs to fulfill a 
business process at runtime (for example verification of credit 
card), it locates the web service repository on the LAN via the 
repository’s  URL.  When  it’s  found,  the  money  transfer 
communicates it intention to the repository and also give the 
repository the parameters to work on. In turn, the web service 
repository respond to the software by finding a suitable web 
service fulfilling the software system’s business process (credit 
card verification). It does this by finding a suitable web service 
based  on  quality  attributes  (quality  attributes  such  as  cost, 
response time to request and reliability of each web services). 
After a suitable web services is selected (see selection process 
in fig.1 below), the repository extracts the WSDL of such web 
service,  finds  its  suitable  operations,  and  construct  a  class 
object (a proxy class) on the fly having the relevant operations 
to  fulfill  the  business  process  in  question  (credit  card 
verification).  The  web  service  repository  collects  the 
parameters to be worked upon (for example, check if the credit 
card of number “9809999000” of type “VISA CARD” which 
are the parameters in this context) from the software system 
and passes it on to the class object created on the fly. The web 
service repository then instructs the class to invoke its class 
operation, the class operation is invoked and then checks for 
validity of the credit card. The result is handed over to the web International Journal of Electronics Communication and Computer Technology (IJECCT) 
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service repository. The web service repository then sends the 
result  back  to  the  software  system  (online  money  transfer 
software system).    
Web  service  repository  stores  the  invoked  web  service 
quality attributes such as response time to request, cost and its 
availability. These quality attributes will be used as criteria to 
filter web services for the next invocation.  And if there is a 
failure in an invoked web service, the web service repository 
falls  back  to  the  next  available  web  service  performing  the 
same functionality in real time. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figure 6.   The web service selection algorithm  
V.  EVALUATION OF THE PROPOSED APPROACH  
A.  Benefits 
One can say that the dynamic web service on the LAN has 
little  relevance  in  developing  critical  software  systems, 
however,  based  on  numerous  web  services  performing  the 
same  functionality,  it  becomes  imperative  to  implement  an 
architecture  that  can  monitor,  select  the  most  reliable  web 
service  amongst  the  mist  and  also  to  manage  web  service 
quality attributes for future selection and dynamic binding. 
Also, this approach is not only useful for the SOAP based 
web services; it is also relevant to HTTP based web services 
popularly  known  as  RESTful  web  services.  RESTful  web 
service provides a more responsive method and light weight 
approach (as against SOAP based) to invoking web services 
over HTTP using key words (POST, GET, DELETE and PUT) 
for its operations.  
Taking a closer look, one can also notice that the dynamic 
web service binding on a LAN can work for a wide array of 
web services (SOAP based and RESTful based web services). 
For  example  as  the  WDSL  URL  of  SOAP  based 
(http://wsf.cdyne.com/WeatherWS/Weather.asmx)  web 
services are uploaded in the repository, RESTful based web 
service  addresses  are  also  uploaded  in  the  repository  (for 
example http://api/Vidoes/). However, in RESTful web service 
parameters are appended to the web API web address like  -
http://api/Vidoes/5, which means GET the video of id 5. While 
in SOAP based web service, a class object is generated on the 
fly and the parameters passed to the class object to act upon. 
Lastly,  in  situations  where  a  web  service  specification 
changes,  for  example,  a  web  service  WDSL  URL,  this  is 
reflected  in  the  repository  and  not  in  the  software  system 
depending on such web service. This development, no doubt 
increases software system’s availability as software codes are 
not recompiled to reflect web service changes. 
VI.  LIMITATIONS  
This approach to dynamic binding to web service on the 
LAN may not be suitable in cases where a software system 
leveraging  web  services  is  deployed  on  the  cloud.  This  is 
because  the  software  system  and  the  repository  where  web 
service URLs are deployed are  not on the same Local Area 
Network (LAN). To solve this problem, the repository hosting 
web service addresses can also be deployed on the cloud, and 
the hosting address of the deployed repository is being pointed 
to  by  software  systems  whose  business  process  fulfillment 
heavily depends on the repository. 
VII.  CONCLUSION  
This paper has discussed how web services can be invoked 
dynamically  on  the  LAN.  The  selection  of  a  suitable  web 
service at runtime is a function of web service quality attributes 
such  as  availability, response  time  to request  and  cost. This 
flexibility of web service invocation based on quality attributes 
provides a platform for critical software systems to fall back to, 
in case of failure of an earlier invoked web service. Invariably, 
this increases the availability of software systems leveraging 
web services. 
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