The role of a mentor is crucial for an organization on the learning curve of object-orientation (OO), particularly when much of the learning has to take place on live projects. The mentor must play the role of architect and design consultant, and also be an educator on process and language issues. This multi-faceted role throws up its own unique challenges. In this paper I describe some interesting issues I have faced and handled as a mentor for more than six OO business application development projects in the last three years.
INTRODUCTION
Mentoring is a method whereby an experienced person (the mentor) undertakes to advise, guide and handhold a less experienced person (the "mentee") in the same or similar field, and is highly effective in bringing an organization up to speed with a new technology [7] . What loosely distinguishes mentoring from training is that the latter is something that is often associated with a classroom (we talk of "classroom training" but not of "classroom mentoring"). With mentoring, the learning happens on the job: a mentor is perceived as one who educates by continuously handholding the mentee on the latter's tasks. Of course, in any real situation the process of education must involve a judicious and inseparable mix of training and mentoring, with both roles often performed by the same person.
The nature and goals of mentoring
The mentoring process can be applied to people in one's own organization or even to people in a customer organization.
In this article I focus on mentoring within one's organization. The role of a mentor is particularly crucial for an organization on the learning curve of object-orientation (OO) [1] . The key technical areas that require mentoring or training are process, design and language. I have found traditional classroom-and-lab training to be quite effective in building language and platform skills. However, process and design-particularly the latter-require mentoring, and it is these areas that are the focus of this paper. The amount of literature (and controversy!) on these two areas is overwhelming, and it becomes the mentor's responsibility to assess and evaluate the state of the art in the context of his/her organization. Interestingly, some mentoring may also be required in the area of requirements modeling, since developers familiar with traditional requirements modeling techniques are often unsure of the role these techniques play in the OO context.
A non-technical area that in general requires mentoring is project management. However, given the significant technical learning curve with OO, it is a good idea to have rookie OO projects managed by relatively experienced managers (who may be new to OO per se), and this has indeed been the case with all the projects I have worked with. This strategy limits the scope of mentoring (and the associated risks) largely to technical issues. The project manager may opt for traditional training to develop an awareness of issues peculiar to an OO project, rather than aim for technical proficiency through mentoring.
A factor that has considerably influenced the nature and intensity of my mentoring activity is a perennial labor shortage.
The number of developers we have who are moderately well-versed with the OO lifecycle is far less than the number of people we need on OO projects at any point of time. This means that much of the learning must take place during the course of a "live" (customer) project, and consequently leaves little room for "learning through failures."
In this paper I focus on the issues that arise in the mentoring role per se, rather than on OO or project management issues.
I reflect on my observations with tactical, shop-usable suggestions for organizations and projects that operate in a similar context. My observations are based largely on my experiences as a mentor for more than 6 OO application development projects in the last 3 years. My involvement in these varied from being a full-time participant in requirements specification and design, to being an "offline" or part-time consultant. There was significant variety in these applications.
The earliest of these was an internal pilot that was instituted with OO mentoring as an explicit objective. It involved redesign and coding of a piece of custom-built middleware, spanned 5 months, and involved 6 people at its peak. This pilot was a "failure" in that its deliverables were never actually deployed; nevertheless it achieved some degree of mentoring success, though not as significant as with later live projects. An early live project was a 25 person-month GUIintensive pilot for a large utility firm whose design philosophy drove several subsequent reengineering and development projects for the firm over a period of 3 years. A more recent experience was with a 120 person-month project for a leading credit card firm during which we developed a high-volume, high-availability back-end process (i.e., with no user interface) for credit card transaction capture and processing.
MANAGING TEAM PERCEPTIONS
While the opportunity to participate in an OO project is cause for celebration for most developers, an OOAD method per se is seldom perceived as much more than a documentation technique. What benefits do you project out of an OOAD method? What developers typically want and expect is code-level reuse, but in my experience it is wise to deflate expectations of reuse of any kind in a piece of custom-built software. It makes more sense instead to promise greater maintainability and adaptability via increased modularity.
Additionally, the concept of use cases as presented in books usually looks "just like a good old functional specification" to a developer who has had some experience in requirements specification in a traditional context. I have found it politically correct to downplay the use case concept and choose instead to restrict the hype to object modeling as the common thread tying requirements, program design, database design and code! As I highlight in subsequent sections, the value added by the mentor can be expected to be at its highest during the object design phase. OO design is a skill in its own right, and I view it as a skill that is not necessarily built on a layer of analysis or OO programming skills. (See [4] for an alternate viewpoint.) That this skill is different from that of an analyst is usually appreciated; what is surprising, however, is that most developers do not recognize it to be very different from the skills possessed by a good OO programmer. The mentor needs to keep in his armory a pack of "design posers" that he must use to gradually create this recognition. These can range from the simple "How would you create the class stack by reusing the code for the class list?" to the more complex "Create an object model that represents a developer who can perform the roles of trainee, project leader and database administrator in any arbitrary combination." (The first poser leads to a discussion of subtypes and the Liskov Substitution Principle, which is a rule for assessing the robustness of an inheritance hierarchy, while the second poser addresses the tradeoffs in using aggregation instead of multiple inheritance to model multiple roles.)
Is fluency in an OO programming language necessary for a mentor to "stand his ground" amongst a battery of skilled OO programmers? My experience indicates it isn't. Pleading intentional ignorance on language-specific issues and artifacts such as the size of the virtual function table or friends in C++ has the beneficial effect of preventing design discussions To appear in IEEE Software, July/August 2000. 4 from being sidetracked by language specific issues. The efficacy of this tactic is enhanced by the prior use of design posers as I described. In several (but not all) cases, I have been able to successfully convey to the team the view that OO programming skill is not a prerequisite for OO design skill, and that fondness for a particular language may actually distort one's approach to OO design. It is, of course, necessary for the mentor to be able to address objections that are pointed out by language experts in a given design, and resolve them suitably. For example, having two classes pointing to each other (sharing a bidirectional association) is considered avoidable programming practice, but an instance of this in one design was shown to simplify object collaborations enough to warrant its inclusion.
Reflections. Advocate modularity but downplay reusability. It pays to take the stand that OO programming skill is not a prerequisite for OO design skill. Build a repository of language-independent "design posers" to justify this stand.
NEGOTIATING THE LEARNING CURVE
Much has been observed and written about OO's steep learning curve and the associated training issues involved (see, e.g., [3] ). Any OO education plan must address the three broad areas of process, design, and language. Should education be imparted using a comprehensive case study or should it be imparted using assignments that focus on each of the above areas in isolation? In the projects I was involved with, developers were already proficient in the language (usually C++) so we had to answer this question with reference to process and design education. Where case studies were deployed, I noticed a strong tendency for people to mix up issues. For instance, the correctness of the inheritance notation being used tended to distract from the design issues involved in, say, mixed-role cohesion (a term which characterizes the extent of coupling between classes residing at the same layer of abstraction). Consequently, I have chosen to adopt an approach that draws a firm line between process and design. The paragraphs below provide a brief description of this strategy.
The core component of OO process education is the demonstration of the interrelationships between object models and code. Traceability from object models to code is a key strength of OO and a weakness with Structured techniques. This is because classes in a conceptual model map naturally to classes in OO code, whereas there is a semantic gap while moving from a traditional conceptual model such as a DFD to structured code (see, e.g., [5] ). This traceability is best demonstrated using an OO CASE tool. I supply a simple working application in C++, consisting of 4 classes and about 100 lines of code, and ask developers to create an object model in a CASE tool so that the generated code exactly matches the supplied code (with the exclusion of method bodies). No questions about the semantics of the application or the design philosophy are entertained. OO design education commences only after this exercise is successfully completed; this helps because developers are not in a position to be distracted by design issues! To appear in IEEE Software, July/August 2000.
OO design education is considerably more difficult to handle. Principles such as the Liskov Substitution Principle tend to be somewhat "heavy," and progress along the learning curve is further stymied by the insufficient appreciation among developers of OO design as a distinct area of knowledge. There is the dangerous tendency for a developer to want to "get on with the design" rather than wait till the mentor has proclaimed him or her competent enough to do it. To a large extent this is an instance of the phenomenon of "unconscious incompetence" (in which a person does not have the requisite skills and is not aware of the fact). The tactic of using design posers alluded to above addresses this problem but only to some extent: the posers are often seen as "not life-sized" and hence "not serious enough to worry about!" As I explain later, where possible I defer design education till after finalizing the object model and the key public method interfaces. This strategy effectively supplies a life-sized design "poser" to the mentees, thus providing them an opportunity to initially learn by watching rather than by doing. They are then able to apply their learning at a later stage to the same poser (typically while addressing requirement changes) with only periodic handholding.
Reflections. Draw a firm line between process education and design education, and ensure, before beginning design education, that mentees internalize the correspondence between models and code. Designers new to OO should be expected to be in a state of "unconscious incompetence." Have a tactical plan to move them to a state of "conscious
incompetence" before beginning design education.
MANAGING DESIGN
The object design phase is the single most crucial phase in the OO project. Compared to a traditional function-oriented design, an OO design produces a relatively large number of interfaces with a correspondingly small method size. This has two main consequences. First, a mediocre design wreaks much more havoc during and after implementation in an OO context than does a downright bad design in a traditional context. Second, the design-to-code effort ratio is typically much greater in an OO context (where it is in the region of 1:1) than it is in a traditional context (where we have found it to be in the region of 3:7). These factors increase the need for good design management. The object design phase may typically be split into two distinct subphases that require different perspectives and skills. The first subphase is that of architectural or high level design, and the second is that of detailed or low-level design [1] .
The division into these two subphases is particularly important for the mentor in a project team that otherwise has little OO design experience. The mentor, who is expected to be more knowledgeable on design issues, performs and owns the architectural design, while the mentees perform and own the detailed design, albeit with periodic handholding from the mentor. This, as we have already noted, allows mentees to learn initially by watching rather than by doing, and apply their learning to effect subsequent changes to the architectural design, if required, in consultation with the mentor. This division also stabilizes the design process since the foundation of the design-consisting of the object model and key architectural decisions-is not stirred up repeatedly on the turbulent journey up the learning curve.
An interesting and frequent question is, "Should the OO design apprentice be associated with the mentor during architectural design?" I believe not, unless the project is an internal pilot with the "freedom to fail". The design activity can be quite iterative and subjective (and thus a matter of personal pride) even for the experienced architect, let alone the (unconsciously incompetent) apprentice, so that discussion of work-in-progress often requires the mentor to devote much time on explicitly evaluating the apprentice's designs (which are usually quite naive), and comparing them with his own.
Consequently, a learner's first exposure should be to completed (or nearly so) work products of architectural design, and not to work-in-progress.
That the apprentice is not initially familiar with the architectural work products makes it possible for them to double up as life-sized design "posers". They form a convenient platform for the mentor to launch design education, and to deploy and demonstrate the lessons embodied in design posers that might have been discussed earlier. Needless to say, design principles are debated more hotly and internalized better when argued over a real-life poser that also comes with the responsibility for customer delivery! Reflections. The mentor must own and perform the architectural design, and must avoid discussing work in progress with mentees. Expect the transition to "conscious incompetence" to be complete only when the architectural design is understood, accepted and baselined.
IMPLEMENTATION
In general, my involvement as an OO mentor is minimal during implementation, and has occurred only when some clarification or change is required in the architectural design or in a complex piece of detailed design. There is however an important development philosophy which the mentor needs to help the team deploy judiciously; this is the philosophy of iterative development. A project manager "going by the book" would probably be tempted by the many exhortations to the OO developer to analyze, design, and code in a highly iterative manner. This advice is not universally applicable, and it is the mentor who needs to assess the degree of iteration required for the occasion. For example, the approach I have adopted with reengineering/redesign projects in which technology risks and requirements volatility are low is to insist on putting enough meat into the object model so as to be able to generate good quality code before moving into implementation. Predictably, the team tends to run out of patience with this waterfall-like approach. However, it works very well provided the project manager appreciates that the team, despite its limited design exposure, is more comfortable handling bugs and design changes during the design stage, when things are usually "under control," rather than during implementation when they aren't.
My involvement during testing has been minimal too, and this might sound surprising since testing of OO programs can be more difficult and subtle than the testing of traditional programs. To understand this, it is necessary to appreciate that for typical business applications, even if mission critical, testing is seen as a largely intuitive activity. I routinely come across development teams that do an acceptable job of testing with relatively little recourse to formal, published testing methods. Once the initial discomfort with the look and feel of an OO design is overcome, the team proceeds to develop their own testing procedure, and define their units of test as well as the integration sequence, with the mentor stepping in only for reviews of the test plan.
SUMMARY AND CONCLUSION
This paper is based largely on my experiences as a mentor for more than 6 OO application development projects, and has focused on the mentor's role per se, rather than on OO technology or project management. I have attempted to generalize my observations and present them as succinct, shop-usable advice -not just for the mentor but for the mentee as well. In what ways is mentoring for OO projects similar to or different from mentoring in general or with more traditional methodologies? In the table below I have put down observations on 6 key mentoring tasks. Many tasks differ in the OO context only in their intensity, but certain tasks, such as getting the design done, may require a significantly different approach -sometimes bordering on the radical.
MENTORING TASK GENERAL LESSONS OO-SPECIFIC LESSONS

Choosing or defining a methodology
The choice or definition need not be based on hype, notation or even tool support. Focus on a minimal set of modeling techniques appropriate for the context and mentees' skill level.
Judicious use of Structured techniques and principles can ease the transition to OO. This may be politically difficult, so be prepared to demonstrate technical correctness.
Teaching requirements modeling Requirements modeling may be taught "stand-alone", without language education as a prerequisite. Also, demonstrating the usefulness of models such as DFDs or the need for rigor is tough due to lack of code traceability.
Greater traceability means that appreciation of the usefulness of, and the need for rigor in, object modeling is much greater if language education is provided as a prerequisite.
Imparting design education and making mentees aware of its importance Important, but may not be always be critical to maintainability. Mediocre structured code can be an irritant but is not particularly unmaintainable as long as it is reasonably granular and not monolithic.
Critical. Mediocre OO designs may lead to downright unmaintainable code. However, good OO programmers don't necessarily understand good OO design.
Getting the design done In the spirit of mentoring, the mentor may opt to have mentees learn by doing, if elements of mediocre or immature design are unlikely to do much harm. The mentor's role then involves more of critical reviewing.
Except with internal pilots, design criticality (see above) requires the mentor to do most of the architectural design and let first-time OO designers learn by watching rather than by doing.
Separating analysis, design and implementation concerns
Must be emphasized. Particularly easy with structured techniques: the waterfall model that is usually associated with structured techniques emphasizes the importance of this separation.
The emphasis on iterative development, the denouncement of the waterfall model and the higher level of traceability cause developers to believe, incorrectly, that this separation is no longer as important.
Managing expectations of reusability
High reuse is not expected from a traditional methodology. Developers must be mentored and encouraged to design common functions that may be usable beyond the scope of the current application.
Single highest expectation, often unfortunately at the code level. Worse, reuse is expected from artifacts as granular as individual classes. This expectation must be deflated.
The mentor's role is in general multi-faceted: it involves a mix of training, in-project participation and offline handholding. At the project level, he must be the architect and design consultant, and also play the role of process and (to some extent) language educator. The mentor's involvement can be expected to be particularly high during architectural and detailed design. The involvement during implementation and testing can, however, be expected to wane except possibly in cases where the use of a formal OO testing methodology is mandated. Whether or not a single mentor should then assume the additional role of testing methodologist is a question that deserves further exploration.
