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Opinnäytetyössä	  tutustu?in	  ohjelmoinnin	  oppimisen	  ja	  ope:amisen	  problemaTikkaan.	  Työ	  tehTin	  
alan	  tutkimuksen	  ja	  julkaisujen	  pohjalta.	  
Työssä	  tuodaan	  esiin	  ensinnäkin	  yleisiä	  oppimiseen	  lii:yviä	  asioita.	  Näitä	  ovat	  oppimisympäristö,	  
opiskeluorientaaTo,	  oppimistyyli,	  moTvaaTo,	  kogniTiviset	  toimintot	  ja	  muisT.	  Omana	  
kokonaisuutenaan	  tuodaan	  esiin,	  mitä	  on	  ohjelmoinTtaito,	  mitä	  osa-­‐alueita	  siihen	  kuuluu	  ja	  millaiset	  
ovat	  tänä	  päivänä	  työlämävaaTmukset	  IT-­‐alalla.	  Työssä	  käsitellään	  myös	  ohjelmoinnin	  oppimisen	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In	  this	  study	  we	  address	  the	  ques;ons	  of	  learning	  and	  teaching	  programming.	  The	  study	  is	  made	  on	  
the	  basis	  of	  recent	  publica;ons	  from	  computer	  science	  educa;on	  ﬁeld.
First	  we	  take	  a	  look	  at	  what	  elements	  are	  involved	  in	  learning	  in	  general.	  These	  include	  for	  example	  
learning	  environment,	  learning	  strategy,	  learning	  style,	  mo;va;on,	  cogini;ve	  processes	  and	  human	  
memory.	  These	  are	  partly	  individual	  proper;es	  of	  a	  learner,	  partly	  products	  of	  the	  social	  context	  
where	  learners	  and	  teachers	  operate.
The	  structure	  and	  contents	  of	  programming	  discipline	  is	  explained,	  in	  addi;on	  to	  current	  qualiﬁca;on	  
requirements	  of	  	  the	  profession.	  Finally,	  some	  common	  problems	  of	  novice	  learners	  are	  analyzed,	  and	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31 JOHDANTO
“Programming is an unnatural act”
Alan J. Perlis, 1982
Alunperin	  tarkoitukseni	  oli	  kehityshankkeessani	  tutkia	  pariohjelmoinVa	  pedagogisena	  
menetelmänä	  ohjelmoinnin	  opetuksessa.	  Käytännön	  osuuden	  piV	  tapahtua	  opetus-­‐
harjoiWeluni	  yhteydessä	  ja	  kehityshankeraporVn	  piV	  syntyä	  jouhevasV	  opetusharjoit-­‐
telun	  kokemuksen	  pohjalta.	  Matkalle	  sattui	  kuitenkin	  muutamia	  karikkoja.	  En	  osannut	  
kokemaWomuuWani	  varautua	  siihen,	  miten	  tarkkaan	  uusi	  opetus-­‐	  ja	  oppimismene-­‐
telmä	  tulisi	  opiskelijoille	  ajaa	  sisään.	  Toiseksi,	  harjoiWeluryhmässäni	  oli	  vain	  kuusi	  
opiskelijaa,	  joista	  kaksi	  kieltäytyi	  järjestelmällisesV	  parityöskentelystä.	  	  Kahdesta	  pa-­‐
rista	  ei	  juurikaan	  vertailevaa	  aineistoa	  saanut	  aikaan.	  Kolmanneksi,	  ehkä	  ensimmäi-­‐
seen	  kohtaan	  kiinteäsV	  liiWyen,	  akVivisetkin	  parit	  halusivat	  siirtyä	  itsenäiseen	  työs-­‐
kentelyyn	  kurssin	  puolivälissä	  –	  pareiWain	  tekemällä	  ei	  kuulemma	  oppinut	  asioita	  riit-­‐
tävän	  hyvin.	  	  Olin	  lannisteWu.	  
Olin	  saanut	  opeWavakseni	  huonosV	  moVvoituneen	  ryhmän	  eikä	  se	  mitenkään	  lois-­‐
tanut	  osaamisellaan.	  Olin	  opeWanut	  ohjelmoinVa	  aiemminkin,	  kiinniWämäWä	  
isommin	  huomiota	  opetusmenetelmiin	  taikka	  opiskelijoiden	  erityispiirteisiin.	  Kurssit	  
olivat	  onnistuneet	  joskus	  paremmin,	  joskus	  huonommin,	  muWa	  aina	  käyttäen	  yliopis-­‐
tossa	  jo	  25	  vuoWa	  siWen	  omaksumaani	  kaavaa.	  Sehän	  on	  minulle	  Se	  Oikea	  Tapa	  
opeWaa	  ja	  oppia	  Vetokoneen	  ohjelmoinVa.	  	  Toisaalta	  olin	  kyllä	  joskus	  ihmetellyt,	  
miksi	  jotkut	  opiskelijat	  tuntuivat	  oppivan	  kaiken	  ilman	  ohjausta,	  ja	  toisiin	  ei	  ohjel-­‐
moinV	  'kolahtanut'	  kaikesta	  vaivannäöstäni	  huolimaWa.	  Ehkä	  pitäisikin	  todeta,	  eWä	  
lahjakkaimmat	  oppivat	  opetuksesta	  huolimaWa.
Sysäyksenä	  tälle	  työlle	  oli	  kuitenkin	  tuo	  penkin	  alle	  luisunut	  opetusharjoiWeluryhmä.	  
Aloin	  tarkemmin	  pohVmaan,	  miten	  ohjelmoinVa	  pitäisi	  oikeasV	  opeWaa?	  Onko	  oppi-­‐
mani	  tapa	  opeWaa	  siWenkään	  se	  ainoa	  oikea	  kaikille	  tai	  edes	  kenellekään?	  Millaisia	  
menetelmiä	  ohjelmoinnin	  opeWamisessa	  tulisi	  käyWää?	  Pitääkö	  sitä	  lainkaan	  opeWaa	  
vai	  oppivatko	  opiskelijat	  aivan	  itsekseen?	  Ja	  miten	  ohjelmoinVa	  ylipäänsä	  opitaan?	  
Jotain	  tutkimusta	  tästäkin	  aiheesta	  täytyisi	  olla	  olemassa!	  Kaipasin	  toisin	  sanoen	  aine-­‐
4didakVsta	  täydennystä	  opeWajankoulutuksen	  aiheisiin.	  OpeWajakoulutuksen	  opinto-­‐
oppaan	  sanoin:	  “Kun	  opiskelija	  on	  alkamassa	  tai	  vasta	  alkanut	  opeWajan	  työn,	  (kehiW-­‐
ämis)hanke	  voi	  olla	  omaa	  pedagogista	  osaamista	  kehiWävä	  tutkimuksellinen	  hanke”.
Toinen	  lähtökohta	  tälle	  työlle	  on	  tarkoitus	  toimia	  minulle	  itselleni	  Vetovarastona	  ja	  
muisVna.	  Työskentelen	  teollisuuden	  palveluksessa	  ja	  ohjelmoinnin	  realiteeVt	  ovat	  
itselleni	  jokapäiväisiä.	  Siirtyminen	  opetustehtäviin	  tapahtuu	  siWen	  joskus	  –	  jos	  
koskaan.	  	  Jos	  se	  joskus	  tapahtuu,	  toivon	  voivani	  kaivaa	  tämän	  raporVn	  esille	  ja	  käyWää	  
sitä	  muisVn	  virkistämiseen,	  mistä	  opetustyössä	  olikaan	  kyse.
Pääotsikko	  työlle	  “Siinä	  on	  speksit	  –	  mikset	  jo	  koodaa?”	  (speksi,	  spesiﬁkaaVo	  eli	  
määritelmä	  tai	  suunnitelma)	  on	  napaWu	  noin	  kymmenen	  vuoWa	  siWen	  InterneVssä	  
levinneestä	  räpistä	  “Koodaus	  on	  ihanaa”.	  Biisissä	  karroikoidaan	  humorisVseen	  sävyyn	  
ohjelmoijan	  eli	  “koodaajan”	  arkipäivää.	  Otsikosta	  tuli	  lentävä	  lause	  monenkin	  
projekVn	  yhteydessä.	  	  	  Tämän	  työn	  otsikkoon	  se	  päätyi,	  koska	  mielestäni	  siinä	  koros-­‐
tetaan	  sitä	  valmiuWa,	  jonka	  koulutuksen	  tulisi	  tuoreelle	  ammaXlaiselle	  antaa.	  Työhön	  
voi	  tarWua	  empimäWä,	  jos	  on	  saanut	  oppilaitoksesta	  riiWävät	  eväät	  matkaansa.
Tämä	  työ	  on	  tehty	  kirjallisuuden	  pohjalta.	  	  Kun	  lopulta	  aloiVn	  tutkimaan,	  mitä	  ohjel-­‐
moinnin	  opeWamisesta	  on	  kirjoiteWu,	  edessä	  aukeni	  kokonaan	  uusi	  maailma.	  	  Tieto-­‐
jenkäsiWelyn	  opetuksen	  tutkimus	  (Computer	  Science	  EducaVon)	  on	  alana	  suhteellisen	  
tuore,	  muWa	  varhaisimmat	  kirjoitukset	  löytyvät	  kuitenkin	  jo	  1980-­‐luvulta,	  ja	  ala	  
kasvaa	  jatkuvasV.	  Tässä	  työssä	  esittelen	  joitain	  tuloksia,	  jotka	  tutkimusurakastani	  
jäivät	  päällimmäiseksi	  ajatuksiin.	  
Luvun	  2	  nimesin	  “Oppimisen	  eväät”	  eli	  siinä	  käsiWelen	  yleistä	  oppimiseen	  ja	  oppijaan	  
liiWyviä	  tekijöitä.	  Ohjelmoinnin	  opiskelijatkin	  ovat	  vain	  ihmisiä,	  ja	  toimivat	  sosiaali-­‐
sessa	  konteksVssa.	  OpeWajan	  on	  hyvä	  pitää	  mielessä,	  kuinka	  monet	  seikat	  oppimi-­‐
seen	  lopulta	  vaikuWavat.	  Luvussa	  3	  keskityn	  pohVmaan,	  mitä	  on	  ohjelmoinVtaito.	  
Mitä	  osa-­‐alueita	  ohjelmoinVin	  kuuluu	  ja	  millaisia	  taitoja	  ohjelmoijan	  tulisi	  hallita?	  
Nämä	  pitäisi	  olla	  ohjelmoinnin	  opeWajalla	  kirkkaana	  mielessä.	  	  Samoin	  kuin	  se,	  mihin	  
työelämätodellisuuteen	  opiskelijoita	  valmennetaan.	  Luku	  4	  keskiWyy	  lopulta	  ohjel-­‐
moinnin	  opeWamisen	  ja	  oppimisen	  problemaVikkaan.	  	  RaporVn	  lopuksi	  pohdin,	  mitä	  
yriVnkään	  sanoa	  ja	  miksi.
52 OPPIMISEN EVÄÄT - MISSÄ, MITEN, KUKA?
“Most people find the concept of programming obvious, 
but the doing impossible.”
Alan J. Perlis, 1982
Oppiminen	  ei	  tapahdu	  umpiossa	  vaan	  aina	  jonkinlaisessa	  sosiaalisessa	  konteksVssa.	  
Oppija	  –	  ihminen,	  astuu	  tähän	  konteksVin	  mukanaan	  oma	  historiansa.	  Ja	  kohtaa	  toisia	  
ihmisiä:	  opeWajan	  ja	  opiskelijatovereitaan.	  Tämä	  luvussa	  otan	  esiin	  muutamia	  tähän	  
problemaVikkaan	  liiWyviä	  asioita	  –	  missä,	  miten,	  kuka?
2.1 Missä – oppiminen ja oppimisympäristö
Kaikki	  oppiminen	  tapahtuu	  jossain	  oppimisympäristössä.	  Oppimisympäristöllä	  tarkoi-­‐
tetaan	  opeWajan,	  opiskelijoiden,	  opiskeltavan	  aineen	  ja	  opetusmenetelmän	  muodos-­‐
tamaa	  kokonaisuuWa	  (Lindblom-­‐Ylänne	  ym.	  2002,	  54).	  Oppimisympäristö	  syntyy	  
sosiaalisen	  ilmapiirin	  ja	  opetuksellisen	  lähestymistavan	  myötä.	  Fyysisen	  oppimisym-­‐
päristön	  	  (esim.	  luokkahuone)	  lisäksi	  	  nykyisin	  virtuaaliset,	  verkko-­‐opetukseen	  liiWyvät	  
oppimisympäristöt	  ovat	  yleisiä.	  Oppimisympäristön	  merkitystä	  on	  pyriWy	  korosta-­‐
maan	  kogniVivisen	  psykologian	  ja	  konstrukVvisVsen	  oppimiskäsityksen	  myötä.	  Opet-­‐
tajan	  tehtäväksi	  nähdään	  sopivan	  oppimisympäristön	  luominen	  opiskelijoille,	  jolloin	  
opiskelijoilla	  on	  mahdollisuus	  vaikuWaa	  sekä	  opetuksen	  sisältöön	  ja	  opiskelumenetel-­‐
miin.	  Opiskelijakeskeisessä	  oppimisympäristössä	  opeWaja	  ei	  tähtää	  suoraan	  Vedon	  
jakamiseen,	  vaan	  akVvoimaan	  opiskelijoita	  Vedon	  rakentamiseen	  ja	  omien	  käsitysten	  
muodostamiseen.
Oppimisympäristö	  on	  dynaaminen	  kokonaisuus,	  jonka	  kaikki	  osa-­‐alueet	  vaikuWavat	  
toisiinsa	  (KUVIO	  1).	  OpeWajan	  kontribuuVo	  ympäristöön	  on	  hänen	  opetusmenetel-­‐
mänsä	  ja	  -­‐taitonsa,	  arvioinVmenetelmänsä	  ja	  käsityksensä	  opeWamisesta	  ja	  oppimi-­‐
sesta.	  Oppimisympäristöön	  vaikuWaa	  myös	  oppilaitoksen	  kulWuuri,	  koulutusohjelma	  
ja	  oppimiselle	  asetetut	  tavoiWeet.	  Opiskelija	  tuo	  oppimisympäristöön	  mukanaan	  
aikaisemmat	  Vetonsa	  ja	  kokemuksensa,	  opiskelutaitonsa	  ja	  käsityksensä	  oppimisesta.	  
MerkiWäväsV	  opiskeluympäristöön	  opiskelijan	  kannalta	  vaikuWaa	  hänen	  lähestymista-­‐
pansa,	  moVvaaVonsa,	  itsesäätelytaitonsa	  sekä	  opiskeluorientaaVonsa	  ja	  -­‐strate-­‐
6giansa.
OpeWajan	  ja	  opiskelijoiden	  tulkinnat	  oppimisympäristöstä	  ovat	  aina	  subjekVivisia	  ja	  
voivat	  siten	  poiketa	  huomaWavasV	  toisistaan.	  	  Esimerkiksi	  käsitykset	  opetussisällöstä,	  
tavoiWeista	  tai	  arvioinnista	  voivat	  olla	  erilaisia	  opiskelijoiden	  ja	  opeWajan	  kesken.	  
Opiskelija	  elää	  jatkuvassa	  vuorovaikutuksessa	  oppimisympäristönsä	  kanssa,	  	  ja	  näin	  
hänen	  ja	  ympäristön	  kanssa	  syntyy	  väistämäWä	  jänniWeitä.	  JänniWeet	  saavat	  opiske-­‐
lijan	  sopeutumaan	  ympäristöönsä,	  josta	  syystä	  ne	  voivat	  olla	  rakentavia	  tai	  tuhoisia.	  
Rakentavat	  jänniWeet	  saavat	  opiskelijan	  kehiWämään	  opiskelutaitojaan	  sopeutuak-­‐
seen	  ympäristöönsä.	  Tuhoavat	  jänniWeet	  puolestaan	  estävät	  opiskelijaa	  käyWämästä	  
aikaisemmin	  oppimiaan	  taitojaan.	  Tuhoavien	  jänniWeiden	  syntymisen	  voi	  estää	  opis-­‐
kelijan	  jo	  valmiiksi	  kehiWynyt	  oppimistyyli.	  Hän	  jatkaa	  opiskelua	  omalla	  tyylillään	  oppi-­‐
misympäristöstä	  huolimaWa.	  Opiskelija	  on	  tällöin	  immuuni	  oppimisympäristönsä	  
vaikutuksille.	  








































7Se,	  johtavatko	  jänniWeet	  opiskelijan	  kannalta	  uusien	  taitojen	  kehiWymiseen,	  vaiko	  
peräV	  taitojen	  suhteen	  taantumaan,	  riippuu	  sekä	  opiskelijan	  omista	  itsesäätelytai-­‐
doista,	  ja	  myös	  siitä,	  miten	  oppimisympäristössä	  oppimista	  säädellään	  (TAULUKKO	  1).	  
Heikoilla	  itsesäätelytaidoilla	  varusteWu	  opiskelija	  kehiWyy	  parhaiten,	  jos	  oppimisen	  
säätely	  on	  pääasiassa	  opeWajan	  vastuulla	  (opeWajakeskeinen	  oppimisympäristö).	  
Toisaalta	  hyvät	  itsesäätelyvalmiudet	  omaava	  opiskelija	  menestyy	  parhaiten,	  jos	  hän	  
saa	  itse	  akVivisesV	  osallistua	  oppimisympäristönsä	  kehiWämiseen,	  oppimistavoit-­‐
teiden	  aseWamiseen	  ja	  tavoiWeiden	  saavuWamisen	  seuraamiseen	  (opiskelijakeskeinen	  
oppimisympäristö).	  OpeWajakeskeiseen	  oppimisympäristöön	  sopeutuminen	  saaWaa	  
tällaisella	  opiskelijalla	  johtaa	  taantumaan.	  Opiskelijoiden	  kokemukset	  oppimisympä-­‐
ristöstä	  ovat	  siis	  voimakkaasV	  yhteydessä	  oppimiseen.	  	  Esimerkiksi	  opiskelijat	  sääte-­‐
levät	  usein	  oppimistaan	  sen	  mukaan,	  millaisiksi	  he	  kokevat	  opeWajan	  odotukset	  oppi-­‐
misesta	  (Rytkönen	  2009,	  21).	  Tämä	  korostaa	  arvioinnin	  merkitystä	  oppimisessa.






Hyvät Tuhoava jännite Jännite vaihtelee Lievä rakentava jännite
Kohtalaiset Tuhoava jännite Lievä rakentava jännite Rakentava jännite
Heikot Yhteensopivuus Rakentava jännite Tuhoava jännite
OpeWajan	  kannalta	  Vlanne	  ei	  ole	  helppo,	  koska	  jänniWeiden	  syntyminen	  opiskelijan	  ja	  
ympäristön	  välillä	  on	  yksilöllistä,	  eikä	  niiden	  syntymistä	  voi	  välWää	  opeXpa	  millä	  tyy-­‐
lillä	  tahansa.	  OpeWajan	  tulisi	  toisaalta	  olla	  hyvin	  Vetoinen	  omista	  käsityksistään	  opet-­‐
tamisesta	  ja	  oppimisesta,	  ja	  toisaalta	  oppia	  tunnistamaan	  opiskelijansa	  ja	  heidän	  
valmiutensa	  opiskelun	  itsesäätelyyn.	  Tällä	  tavoin	  voidaan	  ehkäistä	  tuhoavien	  jännit-­‐
teiden	  syntyä	  ja	  	  törmäyskurssille	  joutumista	  opiskelijoiden	  kanssa.
8OpeWajan	  roolin	  hyvässä	  oppimisympäristössä	  voisi	  kiteyWää	  (Rytkönen	  2009,	  21)
1. OpeWajan	  pitää	  määritellä	  keskeiset	  asiat	  opeteWavasta	  aineksesta	  ja	  suunni-­‐
tella	  opetus	  niiden	  ympärille.
2. Kurssin	  tavoiWeet	  täytyy	  tehdä	  selkeäksi	  opiskelijoille
3. Opiskelijan	  oppimista	  tulee	  tukea	  myös	  toimintaa	  vaaVvilla	  tehtävillä,	  jotka	  
edellyWävät	  kokonaiskuvan	  ymmärrystä.
4. OpeWajan	  tulee	  tukea	  opiskeluprosessia	  jatkuvan,	  rakentavan	  arvioinnin	  ja	  
palauWeen	  avulla,	  jotka	  ovat	  yhtenevät	  tavoiWeiden	  kanssa.
2.2 Miten – oppimisorientaatio, lähestymistapa ja motivaatio
Edellisessä	  luvussa	  todeXin,	  eWä	  oppiminen	  tapahtuu	  aina	  jossain	  oppimisympäris-­‐
tössä,	  jonka	  muovautumiseen	  opeWajalla	  ja	  hänen	  oppimiskäsityksellään	  on	  suuri	  
merkitys.	  OpeWajan	  kannalta	  on	  toisaalta	  eriWäinkin	  tähdellistä	  ymmärtää	  opiskelua	  
opiskelijan	  lähtökohdista.	  Nykyisin	  painotetaan	  sanaa	  oppiminen	  opeWamisen	  sijaan.	  
Opiskelijakin	  on	  muuWunut	  oppijaksi.	  MuWa	  mistä	  osatekijöistä	  oppiminen	  koostuu?	  
Miten	  ja	  miksi	  oppija	  oppii?
Kysymykseen	  tuskin	  löytyy	  täydellistä	  vastausta	  sen	  monitasoisuuden	  ja	  -­‐vivahtei-­‐
suuden	  takia.	  	  Seuraavassa	  tuon	  esille	  joitain	  ongelmaan	  liiWyviä	  näkökohVa.
2.2.1 Lähestymistapa oppimiseen
Lähestymistavalla	  oppimiseen	  tarkoitetaan	  tapaa,	  miten	  opiskelija	  kokee,	  ymmärtää	  
ja	  tulkitsee	  oppimistehtävät	  (Lindblom-­‐Ylänne	  ym.	  2002,	  54).	  	  LaadullisesV	  lähesty-­‐
mistavat	  on	  jaeWavissa	  kahteen	  pääryhmään:	  pinta-­‐	  ja	  syväsuuntautuneet	  lähestymis-­‐
tavat.	  
Pintasuuntautunut	  opiskelija	  keskiWyy	  lähinnä	  kurssivaaVmuksista	  suoriutumiseen.	  
Opiskelussa	  pääpaino	  on	  opiskeltavan	  materiaalin	  toistamisella.	  Opiskelijalla	  on	  oma	  
käsityksensä,	  minkälaista	  osaamista	  heiltä	  edellytetään,	  jolloin	  pintasuuntautuneen	  
opiskelijan	  tarkoitus	  on	  keskiWyä	  tehtävän	  vaaVmuksiin	  ymmärtämisen	  sijaan	  
(Rytkönen	  2009,	  16).	  Pintasuuntautuneisuus	  näkyy	  esim.	  asioiden	  listaamisena	  argu-­‐
mentaaVon	  sijaan.
9Syväsuuntautuneet	  opiskelijat	  pyrkivät	  puolestaan	  ensisijaisesV	  ymmärtämään	  opis-­‐
keltavan	  materiaalin.	  Oppimista	  ohjaa	  yleensä	  sisäinen	  kiinnostus	  opiWavaan	  asiaan.	  
Syväsuuntautunut	  opiskelija	  pyrkii	  käyWämään	  aikaisempaa	  Vetoaan	  aiheesta,	  
ymmärtämään	  asioiden	  kokonaiskuvan	  ja	  eri	  tekijöiden	  väliset	  yhteydet	  (holisVnen	  
strategia).	  Syväsuuntautuneisuuteen	  kuuluu	  myös	  yksityiskohVin	  perehtyminen	  
(serialisVnen	  strategia).	  Tämän	  perusteella	  ei	  liene	  suuri	  yllätys,	  eWä	  syväsuuntau-­‐
tunut	  lähestymistapa	  on	  yhdisteWy	  laadullisesV	  parempiin	  oppimistuloksiin	  kuin	  
pintasuuntautunut.	  
Tutkimuksissa	  on	  löydeWy	  myös	  lähestymistapoihin	  toinen	  uloWuvuus,	  strateginen	  
lähestymistapa.	  Siinä	  opiskelijan	  painopiste	  on	  opiskelun	  organisoinnissa	  tähtäimenä	  
mahdollisimman	  hyvä	  opintomenestys.	  Kurssin	  arvioinV	  ohjaa	  merkiWäväsV	  strategi-­‐
sesV	  suuntautuneen	  opiskelijan	  työpanosta.	  Strateginen	  lähestymistapa	  liiWyy	  
enemmän	  opiskelijan	  itsesäätelyyn	  kuin	  itse	  oppimiseen.	  Siten	  se	  yhdistyy	  joko	  syvä-­‐	  
tai	  pintasuuntautuneen	  lähestymistavan	  kanssa	  -­‐	  opiskelijan	  moVvaaVosta	  riippuen.	  
Tästä	  syystä	  lähestymistavasta	  käytetään	  myös	  nimityksiä	  systemaaXnen	  tai	  tavoit-­‐
teellinen	  lähestymistapa.	  Tämän	  lähestymistavan	  omaksuneet	  opiskelijat	  ovat	  taitavia	  
ajankäyWönsä	  suhteen,	  Vetoisia	  arvioinVkriteereistä	  ja	  vaaVmuksista	  ja	  osaavat	  
seurata	  omaa	  kehitystään.	  
Huomionarvoista	  strategisessa	  lähestymistavassa	  on	  myös,	  eWä	  sen	  on	  todeWu	  
useimminten	  olevan	  yhteydessä	  syväsuuntautuneeseen	  lähestymistapaan,	  oppimisen	  
sisäiseen	  säätelyyn	  ja	  Vedon	  omaehtoiseen	  rakentamiseen.	  Toisin	  kuin	  pintasuuntau-­‐
tunut	  lähestyminen	  yhdistetään	  ulkoiseen	  säätelyyn,	  itsesäätelyn	  ongelmiin	  ja	  käsi-­‐
tykseen	  oppisena	  Vedon	  talleWamisena.	  Määräävät	  piirteet	  näistä	  kolmesta	  lähesty-­‐
mistavasta	  on	  kooWu	  kuvion	  2	  käsitekarWaan.
HuomaWavaa	  opeWajan	  ja	  oppiaineen	  kannalta	  on,	  eWä	  oppimisen	  lähestymistapa	  on	  
vahvasV	  konteksVspesiﬁnen.	  Tämä	  tarkoiWaa,	  eWä	  se	  on	  riippuvainen	  niin	  opiskelta-­‐
vasta	  sisällöstä,	  Veteenalasta	  kuin	  oppimisympäristöstäkin.	  IntuiVivisesV	  tämä	  on	  
hyvin	  selkeä	  tulos:	  jokaiseen	  opetusohjelmaan	  mahtuu	  opiskelijan	  kannalta	  'heiWo-­‐
pussiaineita',	  jotka	  suoritetaan	  vain	  opintopisteiden	  takia,	  todellisen	  mielenkiinnon	  
kohdistuessa	  muihin	  aineryhmiin.	  Myös	  opiskelijoiden	  iän	  on	  todeWu	  vaikuttavan	  
suuntautuneisuuteen	  –	  vanhemmat	  	  opiskelijat	  ovat	  nuoria	  useammin	  syväsuuntau-­‐
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tuneita	  (Rytkönen	  2009,	  19).	  Syväsuuntautuneet	  oppimisprosessit	  tulisikin	  määritellä	  
jokaisella	  ammaXalalla	  erikseen	  (Lindblom-­‐Ylänne	  ym.	  2002,	  	  121),	  joWa	  varmiste-­‐
taan	  kunkin	  opiskelualan	  käsiWeellinen	  ymmärtäminen.
KUVIO	  2.	  Erilaiset	  lähestymistavat	  opiskeluun	  ja	  niiden	  sisältämät	  oppimissuun-­‐
tautumiset	  (Lindblom-­‐Ylänne	  ym.	  2002,	  122)
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2.2.2 Opiskeluorientaatio
Kun	  lähestymistapa	  opiskeluun	  määritelVin	  opiskelukonteksVsta	  riippuvaksi,	  niin	  opis-­‐
keluorientaaVolla	  viitataan	  enemmän	  pysyviin,	  opiskelijan	  luonteeseen	  liiWyviin	  miel-­‐
tymyksiin	  valita	  VeWy	  opiskelutapa.	  OpiskeluorientaaVo	  on	  siten	  taipumus	  omaksua	  
VeWy	  lähestymistapa	  opiskeluun	  konteksVsta	  riippumaWa.	  	  Lähestymistavan	  lisäksi	  
opiskeluorientaaVoon	  liiWyy	  myös	  oppimistyyli,	  moVvaaVo	  ja	  itsesäätelytaidot,	  joita	  
käsiWelen	  seuraavissa	  luvuissa.
Esimerkkinä	  erilaisista	  orientaaVoista	  on	  yliopisto-­‐opiskelijoilla	  tehty	  tutkimus	  (Lind-­‐
blom-­‐Ylänne	  ym.	  2002,	  121),	  jossa	  opiskelijat	  jaeXin	  orientaaVonsa	  mukaan	  neljään	  
ryhmään.	  RyhmiWely	  kuvaa	  myös	  syitä,	  joiden	  takia	  opiskelijat	  ovat	  alansa	  valinneet.	  
AkateemisesV	  orientoituneet	  olivat	  kiinnostuneet	  ensi	  sijassa	  tutkimuksesta,	  amma-­‐
VllisesV	  orientoituneiden	  tavoite	  oli	  saada	  ammaX	  ja	  työpaikka.	  Omaan	  kehityk-­‐
seensä	  orientoituneet	  olivat	  ensi	  sijassa	  kiinnostuneet	  omien	  Vetojen	  ja	  taitojen	  
kehiWämisestä.	  SosiaalisesV	  orientoituneiden	  kiinnostus	  oli	  sen	  sijaan	  enemmän	  opis-­‐
kelijaelämän	  kuin	  opiskelun	  puolella.	  
OrientaaVo	  vaikuX	  selväsV	  opintomenestykseen	  siten,	  eWä	  ammaVllisesV	  orientoitu-­‐
neet	  menestyivät	  parhaiten,	  ja	  sosiaalisesV	  orientoituneet	  heikoiten.	  AmmaVllisesV	  
orientoituneilla	  oli	  myös	  selkeäsV	  paras	  opiskelumoVvaaVo,	  olivat	  selväsV	  muita	  
eteenpäinpyrkivämpiä	  ja	  kilpailuhaluisimpia.	  
2.2.3 Oppimistyyli
Oppimistyyli	  on	  jossain	  määrin	  pysyvä,	  persoonallisuuteen	  liiWyvä	  ominaisuus.	  Käsit-­‐
teenä	  se	  on	  kaikkea	  muuta	  kuin	  yksinkertainen,	  ja	  sitä	  onkin	  määritelty	  ja	  mitaWu	  eri	  
tavoin.	  Otan	  tässä	  esiin	  tunnetun	  Kolbin	  oppimistyylien	  nelijaon,	  koska	  se	  on	  varsin	  
usein	  viitaWu,	  ja	  sitä	  on	  myös	  käyteWy	  myöhemmin	  viitaWavissa	  tutkimuksissa	  (Galpin	  
yms.	  2007).	  
Kolb	  eroX	  oppimisesta	  kaksi	  uloWuvuuWa	  (KUVIO	  3).	  Toinen	  uloWuvuus	  liiWyy	  ajat-­‐
telun	  ja	  tunteiden	  suhteeseen,	  ja	  toinen	  	  reﬂektoinnin	  ja	  toiminnan	  väliseen	  suhtee-­‐
seen.	  Ensimmäisen	  dimension	  ääripäät	  ovat	  abstrakV	  käsiWeellistäminen	  (abstract	  
conceptualizaVon,	  AC)	  ja	  välitön	  kokeminen	  (concrete	  experience,	  CE),	  ja	  toisen	  
vastaavasV	  	  reﬂektoiva	  havaitseminen	  (reﬂecVve	  observaVon,	  RO)	  ja	  akVivinen	  kokei-­‐
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leminen	  (acVve	  experimentaVon,	  AE).	  Näistä	  kahdesta	  uloWuvuudesta	  saadaan	  
aikaan	  nelikenWä.	  Kaikkien	  ihmisten	  oppimisprosessiin	  sisältyy	  jonkin	  verran	  kaikkia	  
em.	  aspekteja,	  ja	  niiden	  suhde	  vaikuWaa	  siihen,	  mihin	  kohtaan	  nelikentässä	  oppijan	  
oppimistyyli	  sijoiWuu	  (ks.	  esimerkki	  sivu	  34).	  Nelikentän	  osat	  jaetaan	  karkeasV:
1. PääWelijä	  (Converger):	  PainoWaa	  ajaWelua	  ja	  toimintaa.	  Vahvuudet	  ovat	  ongel-­‐
manratkaisussa,	  päätöksenteossa	  ja	  teknisesV	  suuntautuneissa	  aloissa.
2. Tarkkailija	  (Assimilator):	  PainoWaa	  ajaWelua	  ja	  reﬂektoinVa.	  Fokus	  on	  mallinta-­‐
misessa	  ja	  informaaVon	  käsiWelyssä	  eikä	  niinkään	  ihmisissä.
3. Osallistuja	  (Diverger):	  PainoWaa	  tunteita	  ja	  reﬂektoinVa.	  Tämä	  oppimistyyli	  as-­‐
sosioituu	  mielikuvitukseen,	  uusiin	  ideoihin,	  ja	  on	  ihmisläheinen.
4. ToteuWaja	  (Accomodator):	  PainoWaa	  tunteita	  ja	  toimintaa,	  sopeutuu	  hyvin	  
muuWuviin	  Vlanteisiin	  ja	  käyWää	  ihmisiä	  Vedon	  lähteinä.
KUVIO	  3.	  Kolbin	  oppimistyylit	  (Galpin	  yms.	  2007)
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2.2.4 Motivaatio
MoVvaaVo	  tarkoiWaa	  kiinnostusta,	  tarkoitusta	  tai	  vaikuWajaa,	  joka	  suuntaa	  ja	  ohjaa	  
opiskelijan	  opiskelua	  (Rytkönen	  2009,	  s	  9).	  MoVvaaVotekijät	  jaetaan	  yleisesV	  sisäisiin	  
ja	  ulkoisiin.	  SisäisesV	  moVvoitunut	  opiskelija	  on	  aidosV	  kiinnostunut	  opiskeltavasta	  
asiasta	  ja	  pyrkii	  sen	  ymmärtämiseen.	  UlkoisesV	  moVvoitunut	  opiskelija	  on	  lähinnä	  
kiinnostunut	  opiskelun	  tuoWamasta	  palkinnosta,	  joka	  voi	  olla	  opintopisteet	  tai	  
mahdollisuus	  työpaikan	  saamiseen.	  Ihanteellinen	  opiskelumoVvaaVo	  on	  sisäisen	  ja	  
ulkoisen	  moVvaaVon	  yhdistelmä	  (Lindblom-­‐Ylänne	  ym.	  2002,	  131).
Lindblon-­‐Ylänteen	  ym.	  mukaan	  moVvaaVo	  on	  hyvän	  opetuksen	  seuraus	  –	  ei	  sen	  edel-­‐
lytys.	  OpeWajalla	  on	  merkiWävä	  rooli	  kiinnostuksen	  heräWämisessä	  opiskeltavaa	  
aineWa	  kohtaan.	  Kiinnostus	  on	  tärkeä	  osa	  menestyksekästä	  opiskelua,	  ja	  opeWaja	  voi	  
toimia	  moVvaaVon	  heräWäjänä.	  Kiven	  mukaan	  (2000,	  42)	  tehtävänsisäisen	  opiskelu-­‐
moVvaaVon	  heräWäminen	  opiskelijoissa	  on	  opeWajan	  ammaXtaidon	  keskeinen	  
tehtävä.	  Opiskelijalla	  itsellään	  on	  toisaalta	  avainasema	  opiskelumoVvaaVon	  ylläpi-­‐
dossa.	  MoVvaaVolla	  on	  suora	  vaikutus	  opiskelijan	  tavoiWeisiin,	  oppimisen	  laatuun	  ja	  
itsesäätelyyn.	  
Tahtotekijöllä	  on	  keskeinen	  osa	  oppimaan	  moVvoitumisessa	  ja	  oppimisen	  säätelyssä	  
(Kivi	  2000,	  41).	  Tahto	  auWaa	  opiskelijaa	  suuntaamaan	  moVvaaVoitaan	  ja	  myös	  emoo-­‐
Voitaan,	  ja	  hallitsemaan	  häiritseviä	  tunteita.	  JoWa	  moVvaaVo-­‐	  ja	  tahtotekijöiden	  kont-­‐
rolloinV	  onnistuu,	  opiskelija	  tarvitsee	  hyvän	  käsityksen	  itsestään	  oppijana.	  MoV-­‐
voitumisen	  yksi	  keskeisiä	  tekijöitä	  on	  myös,	  eWä	  opiskelija	  kokee	  itsensä	  hyväksi	  oppi-­‐
jaksi.	  
2.3 Kuka – kognitiiviset toiminnot ja emootiot
Ihmisen	  kogniVivisilla	  toiminnoilla	  tarkoitetaan	  VedonkäsiWelyyn	  liiWyviä	  prosesseja	  –	  
Vedon	  vastaanoWamista,	  käsiWelyä	  ja	  käyWöä.	  Nämä	  toiminnot	  ovat	  yhteydessä	  
havaitsemiseen,	  tunnistamiseen,	  kielen	  tuoWamiseen	  ja	  ymmärtämiseen,	  ajaWeluun,	  
ongelmanratkaisuun	  ja	  muistamiseen.	  	  KogniViviset	  toiminnot	  liiWyvät	  siihen,	  miten	  
yksilö	  mieltää	  ympäröivän	  todellisuutensa,	  ja	  miten	  hän	  on	  ympäristönsä	  kanssa	  
vuorovaikutuksessa.	  KogniViviset	  toiminnot	  liiWyvät	  myös	  vahvasV	  oppimiseen.	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AﬀekViviset	  toiminnot	  liiWyvät	  tunteisiin	  eli	  emooVoihin.	  KogniViviset	  ja	  aﬀekViviset	  
alueet	  ovat	  ihmisen	  kokonaispersoonassa	  läheisessä	  keskinäisessä	  vuorovaikutuk-­‐
sessa.	  Esimerkiksi	  pelko,	  ahdistus	  ja	  jännitysVla	  estävät	  oppimista.	  Toisaalta	  taas	  
myönteiset	  kokemukset	  oppimisVlanteissa	  parantavat	  opiskelijan	  käsitystä	  itsestään	  
oppijana	  ja	  vahvistavat	  itseluoWamusta.	  
2.3.1 Metakognitio
KogniViviset	  taidot	  ovat	  avainasemassa	  oppimisen	  suhteen,	  ja	  niiden	  riiWämätön	  
hallinta	  saaWaa	  johtaa	  epäonnistumiseen	  oppimisessa.	  Voiko	  siWen	  kogniVivisia	  
prosessejaan	  voi	  parantaa?	  
MetakogniVo	  on	  yksilön	  VetoisuuWa	  omista	  kogniVivisista	  prosesseistaan,	  'kogniVota	  
kogniVosta'	  (lat.	  cognoscere	  =	  Vetää,	  tunnistaa),	  kykyä	  ohjata,	  säädellä	  ja	  arvioida	  
omaa	  ajaWeluaan	  (Kivi	  2000,	  36).	  MetakogniVossa	  on	  kyse	  akVivisesta	  oman	  toimin-­‐
nan	  tarkkailusta	  jonkin	  tehtävän	  suoriWamisen	  aikana	  ja	  tarkoituksena	  on	  yleensä	  
jonkin	  päämäärän	  saavuWaminen.	  	  MetakogniVota	  voidaan	  jossain	  mielessä	  kutsua	  
myös	  toiminnan	  ohjaukseksi.	  
Niistä	  kontrollistrategioista,	  joita	  ihminen	  käyWää	  Vetoiseen	  VedonkäsiWelyn	  ja	  ongel-­‐
maVlanteiden	  ratkaisun	  ohjaukseen,	  käytetään	  yhteisnimitystä	  metakogniVot.	  Nämä	  
tunnistavat,	  valitsevat,	  analysoivat	  ja	  hylkäävät	  ratkaisuun	  johtavia	  strategioita.	  Stra-­‐
tegiavarasto	  myös	  täydentyy	  ajan	  ja	  kokemuksen	  myötä.
Omien	  metakogniVoiden	  tunnistaminen	  on	  vaikeaa.	  Kuitenkin	  hyvin	  yksinkertainen	  
tapa	  seurata	  ajaWelun	  ja	  metakogniVivisen	  toiminnan	  etenemistä	  työskentelyn	  aikana	  
on	  ajatella	  ääneen	  (Kivi	  2000,	  37).	  Ääneen	  puhuminen	  on	  kokeissa	  osoiWautunut	  
hyvin	  tehokkaaksi	  	  ja	  hyödylliseksi.	  Usein	  pelkästään	  sanat	  ’kyllä’	  tai	  ’ei’	  riiWävät.	  
Useimmilla	  meistä	  on	  myös	  omakohtaisia	  kokemuksia	  ääneen	  ajaWelun	  hyödyistä.
Vielä	  alakouluikäisille	  tämä	  meneWely	  on	  luonnollista,	  muWa	  katoaa	  jostain	  syystä	  
useimmilla	  myöhemmässä	  vaiheessa.	  	  Ääneen	  ajaWelua	  voidaan	  pitää	  metakogni-­‐
Voiden	  kehiWymisen	  esimuotona.	  OpetusVlanteessa	  opeWaja	  voi	  pyytää	  oppilaita	  
sanelemaan	  ylös	  ratkaisuprosessinsa,	  kirjaamaan	  sen	  ylös	  tai	  rohkaisemaan	  ratkai-­‐
sijaa	  puhumaan	  samanaikaisesV	  muille	  opiskelijoille	  ratkaisuprosessin	  edetessä.	  
Erilaisia	  ratkaisumalleja	  voi	  myös	  verrata	  oppilaiden	  kesken.	  MetakogniVivisen	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prosessin	  ymmärtäminen	  on	  tärkeää	  ja	  opeWaa	  oppijaa	  kontrolloimaan	  oppimistaan	  
ja	  itsesäätelytaitojaan.	  
2.3.2 Muisti ja oppiminen
NaivisV	  käsiteWynä	  oppiminen	  on	  asioiden	  ulkoa	  muistamista.	  Sitähän	  monesV	  
koulussakin	  harrastetaan.	  Oppimista	  on	  kuitenkin	  monenlaista	  ja	  muisV	  on	  tärkeä	  osa	  
kaikenlaista	  oppimista.
Nykyisin	  vallalla	  olevan	  käsityksen	  mukaan	  ihmisen	  muisV	  koostuu	  useista	  kestoltaan	  
ja	  kapasiteeVltaan	  erilaisista	  varastoista	  (ns.	  monivarastomalli).	  Keskeisin	  jako	  on	  ly-­‐
hytkestoiseen	  työmuisVjärjestelmään	  ja	  pitkäkestoiseen	  säilömuisVjärjestelmään	  
(KUVIO	  4)	  (Kalakoski,	  2007).	  Havaintotoiminta	  on	  VedonkäsiWelyn	  lähtökohta.	  
Ihminen	  on	  jatkuvasV	  valveillaoloaikanaan	  aisVärsykkeiden	  pommituksen	  kohteena.	  
Sensoriset	  muisVt	  keräävät	  havaintoinformaaVoita	  ja	  talleWavat	  sen	  sekunnin	  murto-­‐
osien	  ajaksi.	  Osa	  tästä	  informaaVosta,	  henkilön	  kulloisenkin	  tarkkaavaisuuden	  
kohteen	  ja	  tason	  mukaan,	  siirtyy	  työmuisVin.	  RiiWävän	  työmuisVssa	  kertaamisen	  
avulla	  informaaVo	  saadaan	  siirreWyä	  säilömuisVin.	  
TyömuisV	  on	  ainoa	  muisVvarasto,	  jota	  ihminen	  pystyy	  VetoisesV	  tarkkailemaan.	  
TyömuisVlle	  on	  olennaista	  lyhytkestoisuus	  	  ja	  rajallinen	  koko.	  Tieto	  säilyy	  työmuisVssa	  
kertaamaWa	  n.	  20	  sekunVa	  ja	  muisVin	  mahtuu	  kaikkiaan	  n.	  5-­‐9	  Vetoyksikköä.	  	  Koska	  
työmuisV	  samalla	  myös	  muokkaa,	  kertaa,	  järjestää	  ja	  vertaa	  Vetoja,	  on	  käytännössä	  
sinne	  kerralla	  mahtuvien	  asioiden	  määrä	  n.	  2-­‐4.	  TyömuisV	  on	  kuitenkin	  keskeisessä	  
roolissa	  tehtäviä	  suoriteWaessa,	  jolloin	  keskeiseksi	  eroksi	  yksilöiden	  välillä	  nousee	  
muisVn	  käytön	  strategiat.	  	  Tiedon	  ylläpito	  työmuisVssa	  palvelee	  vaaVvia	  kogniVivisia	  
toimintoja	  kuten	  ajaWelua	  mielikuvien	  avulla,	  ongelmanratkaisua	  ja	  päätöksentekoa.	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Oppimisen	  kannalta	  merkiWävä	  on	  työmuisVin	  ongelmanratkaisun	  aikana	  kohdistuva	  
kuorma.	  Tätä	  kutsutaan	  kogniViviseksi	  kuormaksi.	  KogniVivisen	  kuormiWavuuden	  
teorian	  mukaan	  oppiminen	  on	  tehokkainta	  kun	  työmuisV	  on	  opVmaalisessa	  käytössä	  
Vedon	  varastoinnin	  kannalta	  (Caspersen	  ym.	  2007).	  Liian	  vähäinen	  kuormiWavuus,	  
esim.	  ruVinitehtävät,	  eivät	  johda	  uuden	  oppimiseen,	  muWa	  toisaalta	  liian	  vaikeat	  
tehtävät	  eivät	  enää	  mahdollista	  työmuisVssa	  olevan	  Vedon	  kogniVivista	  prosessoinVa.	  
TyömuisV	  kuormiWuu	  liikaa	  eikä	  oppimista	  tapahdu.	  
TyömuisVn	  kuormitukseen	  liiWyy	  termi	  kenWäsidonnaisuus	  	  (ﬁeld	  dependency).	  
Henkilöä	  voidaan	  pitää	  kenWäriippumaWomana,	  jos	  hän	  pystyy	  eroWelemaan	  havain-­‐
tokentästään	  juuri	  haluamansa	  signaalit	  havaintokentän	  epärelevanVsta	  informaa-­‐
Vosta	  huolimaWa	  (Mancy	  ym.	  2004).	  	  EriWely	  on	  välWämätöntä,	  joWa	  informaaVoita	  
voidaan	  uudelleenjärjestellä	  ja	  	  muokata.	  	  KenWäsidonnaiselle	  henkilölle	  taasen	  eri-­‐
laisten	  informaaVon	  eriWely	  kentästä	  on	  vaikeaa.	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Toisin	  sanoen,	  kenWäriippumaton	  henkilö	  pystyy	  hyödyntämään	  työmuisVaan	  järke-­‐
vämmin	  ja	  kenWäriippuvallla	  henkilöllä	  työmuisV	  helpommin	  ylikuormiWuu	  liiasta	  
informaaVosta.	  Kuitenkin	  on	  huomattava,	  eWö	  kenWäsidonnaisuus	  ja	  -­‐riippumaWo-­‐
muus	  ovat	  liukuvan	  asteikon	  ääripäät.	  Asteikon	  keskivaiheille	  sijoiWuvia	  sanotaan	  
kenWäneutraaleiksi.
SäilömuisV	  on	  ihmisellä	  käytännössä	  rajaton.	  SäilömuisVsta	  voidaan	  erotella	  eri	  osa-­‐
alueita	  esim.	  deklaraVivinen	  asiamuisV,	  proseduraalinen	  taitomuisV,	  semanXnen	  
VetomuisV	  ja	  episodinen	  tapahtumamuisV	  (Kalakoski	  2007,	  97).	  	  Oppisen	  kannalta	  
merkiWävää	  on	  miten	  Vetoa	  saadaan	  talleteWua	  säilömuisVin	  ja	  myös	  miten	  säilössä	  
olevat	  Veto	  voidaan	  palauWaa.	  Muistaminenhan	  on	  varsinaisesV	  talletetun	  Vedon	  
palauWamista	  työmuisVin.
Tieto	  jäsentyy	  säilömuisVssa	  merkityksensä	  mukaan	  erilaisina	  mentaalimalleina	  eli	  
skeemoina.	  	  Oppiminen	  on	  sitä,	  eWä	  näitä	  sisäisiä	  malleja	  kehitetään	  ja	  kasvatetaan	  
jatkuvasV	  laadullisesV	  paremmiksi	  (Linblom-­‐Ylänne	  ym.	  2002).	  	  Tämä	  tapahtuu	  akVivi-­‐
sesV	  rakentamalla	  ja	  prosessoimalla.	  Tässä	  prosessissa	  säilömuisVssa	  olevia	  malleja	  
integroidaan	  työmuisVssa	  prosessoituun	  Vetoon	  (schema	  acquisiVon)	  .	  	  Merkityksen	  
analysoiminen	  asioista	  on	  oppimisen	  kannalta	  paljon	  tehokkaampaa	  kuin	  pelkkä	  tois-­‐
taminen	  (Kalakoski	  2007,	  153),	  ja	  tällöin	  oppiminen	  voi	  tapahtua	  tahaWomasV.	  
Kaikille	  opeWajille	  on	  myös	  tuWua,	  eWä	  itse	  tuoteWu	  materiaali	  jää	  paremmin	  mieleen	  
kuin	  toisten	  tekemän	  materiaalin	  toistaminen.	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3 OHJELMOINTITAITO
“To understand a program you must become
both the machine and the program.”
Alan J. Perlis, 1982
OhjelmoinV	  on,	  lyhyesV	  määriteltynä,	  erilaisten	  VetojenkäsiWelyongelmien	  ratkaise-­‐
mista	  algoritmisesV	  ja	  näiden	  ratkaisujen	  toteuWamista	  jollakin	  ohjelmoinVkielellä	  
Vetokoneen	  ymmärtämään	  muotoon.	  OhjelmoinVin	  liiWyy	  siis	  toisaalta	  abstrakV	  on-­‐
gelmanratkaisuprosessi	  ja	  toisaalta	  käytännöllisempi	  ratkaisun	  toteuWamiseen	  liiWyvä	  
aspekV.	  OhjelmoinV	  on	  keskeinen	  taito	  monella	  VetojenkäsiWelyn	  osa-­‐alueella.
ACM:n	  (AssociaVon	  of	  Computer	  Machinery)	  ja	  IEEE	  CompuVng	  Societyn	  yhdessä	  
julkaisem	  suositus	  VetojenkäsiWelyalojen	  opetussuunnitelmiksi	  (Shackelford	  ym.	  
2005)	  ovat	  kansainvälisesV	  laajassa	  käytössä	  	  ja	  monet	  VetojenkäsiWelyn	  opetusoh-­‐
jelmat	  pohjaavat	  opetussuunnitelmansa	  niihin.	  	  Suositukset	  kaWavat	  viisi	  koulutus-­‐
alaa,	  jotka	  ovat	  Vetotekniikka	  (computer	  engineering),	  VetojenkäsiWelyVede	  
(computer	  science),	  ohjelmistotuotanto	  (soFware	  engineering),	  informaaVotekno-­‐
logia	  (informaVon	  technology)	  ja	  VetojärjestelmäVede	  (informaVon	  systems).	  	  
Ohjelmoinnilla	  on	  kullakin	  koulutusalalla	  tärkeä	  rooli.	  Yllä	  mainiWu	  suositus	  listaa	  40	  
keskeisintä	  VetojenkäsiWelyn	  osaamisalueWa	  ja	  arvioi	  kunkin	  alueen	  suhteellisen	  
tärkeyden	  kullakin	  koulutusalalla.	  OhjelmoinV	  on	  ainoa	  alue,	  joka	  painoarvo	  on	  jokai-­‐
sella	  koulutusalalla	  keskimäärin	  3	  tai	  enemmän	  (asteikolla	  0-­‐5).	  Kaikkien	  osaamis-­‐
alueiden	  keskiarvo	  ohjelmoinnin	  osalta	  	  oli	  korkein	  (3,9).	  Ohjelmoinnin	  perustaidot	  on	  
listaWu	  myös	  yhdeksi	  kaikkia	  em.	  koulutusaloja	  selkeimmi	  yhdistäväksi	  tekijäksi.	  
OhjelmoinVtaito	  on	  myös	  edellytys	  usean	  muun	  osa-­‐alueen	  omaksumiselle.
Opetuksen	  kannalta	  ensisijaisen	  tärkeää	  on	  mieXä,	  mitä	  ohjelmoinV	  itse	  asiassa	  on	  
ja	  millaisista	  osa-­‐alueista	  ohjelmoinVtaito	  koostuu?	  Ilman	  tällaista	  analyysiä	  koulutus-­‐
ohjelmaan	  on	  vaikea	  laaVa	  laadukasta	  ohjelmoinnin	  opetussuunnitelmaa,	  tai	  yksit-­‐
täisen	  kurssin	  tavoiWeet	  eivät	  välWämäWä	  vastaa	  käytännön	  työelämän	  tarpeita.	  
Seuraavassa	  tarkastelenkin	  lyhyesV,	  mitä	  ohjelmoinVtaito	  pitää	  sisällään.	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3.1 Ohjelmoinnin osa-alueet
Kuviossa	  5	  on	  esiteWy	  ohjelmoinVtehtävään	  liiWyviä	  vaiheita	  ja	  niihin	  liiWyviä	  Vetoja	  ja	  
taitoja	  (Ala-­‐Mutka	  2005).	  	  Vaiheet	  on	  esiteWy	  suorakaitein	  ja	  Vedot	  ja	  taidot	  soikioina.	  
OhjelmoinVtehtävä	  jaetaan	  yleensä	  	  analyysi-­‐,	  suunniWelu-­‐,	  toteutus-­‐	  ja	  testausvai-­‐
heisiin.	  Testauksen	  tarkoitus	  on	  löytää	  ohjelmoinVvirheet	  mahdollisimman	  tarkkaan.	  
Havaitut	  virheet	  on	  korjaWava.	  Tämä	  saaWaa	  muuWaa	  ohjelman	  rakenneWa	  vielä	  
merkiWäväsV.	  Usein	  toteutus	  etenee	  iteraVivisesV	  siten,	  eWä	  testauksesta	  palataan	  
virheenjäljityksen	  kauWa	  toteutukseen	  tai	  jopa	  uudelleensuunniWeluun.	  Eri	  vaiheet	  
pitävät	  sisällään	  monenlaisia	  ohjelmoijalta	  vaadiWavia	  taitoja.	  Toisaalta	  kehitys	  on	  
nykyään	  yleensä	  inkrementaalista,	  jolloin	  jo	  toteuteWuja	  ominaisuuksia	  laajennetaan	  
ja	  ohjelmaan	  lisätään	  uusia	  ominaisuuksia.
OhjelmoinVkieli	  on	  väline,	  jolla	  ohjelmat	  kirjoitetaan.	  Yleensä	  ohjelmoinnista	  puhut-­‐
taessa	  ensimmäisenä	  viitataan	  juuri	  ohjelmoinVkieleen	  –	  'millä	  kielellä	  ohjelma	  on	  
toteuteWu?'.	  Myös	  ohjelmoinVkurssit	  nimetään	  yleensä	  sen	  mukaan,	  mitä	  kieltä	  kurs-­‐
silla	  käytetään	  tai	  opetellaan.	  Kielen	  hallintaan	  liiWyy	  ensinnäkin	  sen	  syntaksi,	  eli	  
kielen	  muotosäännöt.	  Syntaksi	  kertoo,	  miten	  millaisia	  tunnuksia,	  lauseita	  ja	  symbo-­‐
leja	  kielessä	  käytetään,	  ja	  mikä	  on	  kielen	  lauseiden	  oikea	  kirjoitusasu.	  Toinen	  tärkeä	  
kielen	  aspekV	  on	  kielen	  semanVikka,	  eli	  mitä	  lauseet	  ja	  symbolit	  merkitsevät.
Kieli	  on	  kuitenkin	  vain	  ohjelman	  ulkoinen	  esitysmuoto	  –	  keino	  ohjelman	  toteuWami-­‐
seen.	  Kielen	  syntaksin	  ja	  semanVikan	  hallinta	  ei	  vielä	  takaa	  käytännön	  ohjelmoinV-­‐
taitoa,	  vaikka	  ovatkin	  välWämäWömiä	  osa-­‐alueita.	  HuomaWavasV	  oleellisempaa	  on	  
Vetää,	  miten	  kieltä	  ja	  sen	  rakenteita	  käytetään	  erilaisten	  ongelmaVlanteiden	  ratkai-­‐
suun.	  Tämä	  miten-­‐kysymys	  liiWyy	  toisaalta	  algoritmien	  ja	  Vetorakenteiden	  tuntemuk-­‐
seen,	  	  toisaalta	  algoritmiseen	  ajaWeluun	  ja	  ongelmanratkaisutaitoon.	  Tietorakenteilla	  
tarkoitetaan	  VetojenkäsiWelyn	  yhteydessä	  sitä,	  miten	  Vetoalkiot	  järjestetään	  Vetoko-­‐
neen	  muisVin,	  ja	  algoritmeilla	  sitä,	  miten	  Vetoalkoita	  muisVssa	  muokataan.
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Käytännössä	  jokainen	  Vetotekniikan	  opetussuunnitelma	  sisältää	  erillisen	  algoritmeja	  
ja	  Vetorakenteita	  käsiWelevän	  erikoiskurssin.	  Algoritmista	  ajaWelua	  ja	  ongelmanratk-­‐
aisua	  sen	  sijaan	  ei	  	  opeteta	  erikseen	  vaan	  se	  sisältyy	  sivujuonteena	  jokaiselle	  ohjel-­‐
moinVa	  käsiWelevälle	  kurssille.	  Tärkeää	  on	  ymmärtää	  algoritmien	  ja	  Vetorakenteiden	  
ohjelmoinVkielestä	  riippumaton	  universaali	  luonne.	  
Ohjelmoijan	  on	  halliWava	  myös	  suuri	  joukko	  yleisiä,	  kielestä	  riippumaWomia	  ohjel-­‐
moinVkäsiWeitä	  ohjelman	  suunniWeluun	  ja	  jäsentämiseen	  liiWyen.	  Esimerkiksi	  miten	  
ongelma	  (ja	  sitä	  kauWa	  ohjelma)	  kannaWaa	  pilkkoa	  pienempiin	  komponenWeihin,	  
miten	  komponenVt	  vaihtavat	  Vetoa	  keskenään,	  ja	  mikä	  on	  tehtyjen	  ratkaisujen	  
vaikutus	  ohjelman	  suorituskykyyn,	  algoritmien	  aika-­‐	  ja	  muisVvaaVmukset	  jne.	  Osa	  
käsiWeistä	  liiWyy	  valiWuun	  ohjelmoinVparadigmaan.	  Paradigmalla	  tarkoitetaan	  funda-­‐
mentaalia	  ohjelmoinVtyyliä,	  jota	  ohjelman	  toteutus	  noudaWaa.	  Pääparadigmoina	  
yleisesV	  pidetään	  imperaVivista	  ohjelmoinVa,	  oliosuuntautunuWa	  ohjelmoinVa,	  funk-­‐
Vonaalista	  ohjelmoinVa	  ja	  logiikkaohjelmoinVa.	  	  Paradigman	  valinta	  ohjelman	  toteu-­‐
tuksessa	  on	  tehtävä	  hyvin	  varhaisessa	  vaiheessa	  ja	  sen	  vaikutus	  toteutukseen	  on	  
hyvin	  merkiWävä.	  Paradigmasta	  toiseen	  siirtyminen	  kesken	  toteutuksen	  vaaVi	  suun-­‐
niWeluprosessin	  uudelleenaloiWamista.	  OhjelmoinVkieli	  on	  usein	  sidoksissa	  	  johonkin	  
KUVIO	  5.	  OhjelmoinHtehtävään	  liiIyviä	  Hetoja	  ja	  taitoja	  (Ala-­‐Mutka	  2005)
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paradigmaan,	  joten	  valinta	  tehdään	  usein	  implisiiXsesV	  ohjelmoinVkieltä	  valiWaessa.	  
Myös	  moniparadigmakieliä	  on	  olemassa.
Ohjelma	  ei	  ole	  suinkaan	  valmis,	  kun	  se	  on	  saatu	  kirjoiteWua	  ohjelmoinVkielellä	  
koneelle.	  Ohjelmoijan	  tulee	  vielä	  varmistua,	  eWä	  ohjelma	  toimii	  toivotulla	  tavalla.	  
Tämä	  tarkoiWaa	  ohjelman	  testaamista	  ja	  suorituskyvyn	  miWaamista.	  	  Näihin	  liiWyy	  
omat	  haasteensa.	  Miten	  suunnitellaan	  riiWävän	  kaWavat	  tesVtapaukset,	  joWa	  
ohjelman	  kaikki	  polut	  saadaan	  testaWua?	  Miten	  tesVt	  toteutetaan?	  	  Virheenjäljitys-­‐
vaiheessa	  vaaditaan	  hyvää	  ymmärrystä,	  miten	  ohjelma	  lopulta	  toimii.	  Silloin	  korostuu	  
ohjelman	  lukutaito	  hyvien	  tehokkaiden	  virheenjäljitysstrategioiden	  lisäksi.
OhjelmoinVympäristöllä	  tarkoitetaan	  työkaluja,	  joilla	  ohjelma	  kirjoitetaan,	  käänne-­‐
tään	  ja	  sovitetaan	  ajoympäristöönsä.	  Virheenjäljitykseen	  (engl.	  debugging)	  on	  
olemassa	  omat	  työkalunsa	  ns.	  debuggerit.	  Nykyisin	  käytetään	  pääsääntöisesV	  integ-­‐
roituja	  kehitysympäristöjä	  (IDE,	  integrated	  development	  environment),	  joilla	  voidaan	  
tehdä	  ohjelmien	  editoinV,	  käännös,	  linkitys	  ja	  virheenjäljitys.	  MonesV	  ympäristöt	  
osaavat	  myös	  analysoida	  ohjelman	  suorituskykyä	  ja	  muisVnkulutusta.	  Vaikka	  ne	  saat-­‐
tavat	  helpoWaakin	  aloiWelijan	  kynnystä,	  niiden	  tehokas	  asiantunVjakäyWö	  vaaVi	  
kuitenkin	  ohjelmakehitykseen	  liiWyvien	  käsiWeiden	  ja	  menetelmien	  syvällistä	  ymmär-­‐
rystä.
EriWäin	  tärkeässä	  roolissa	  tämä	  päivänä	  ohjelmistokehityksessä	  ovat	  erilaiset	  funkVot-­‐	  
ja	  luokkakirjastot.	  Nämä	  ovat	  valmiita	  ohjelmaosia,	  joita	  käytetään	  hyväksi	  uuWa	  
ohjelmaa	  toteuteWaessa.	  	  Kirjastot	  liiWyvät	  joko	  ohjelmoinVkieleen	  sen	  lisänä,	  tai	  
johonkin	  erityisalaan.	  OhjelmoinVkieleen	  sidotuista	  kirjastoista	  esimerkkinä	  ovat	  
esim.	  C++	  STL	  (Standard	  library)	  tai	  erilaiset	  Java	  APIt	  (applicaVon	  programming	  inter-­‐
face).	  Erityiskirjastoista	  voi	  mainita	  esim.	  graﬁikkaohjelmoinVin	  liiWyvä	  OpenGL	  
kirjasto	  tai	  graaﬁsen	  käyWöliiWymän	  toteuWava	  Qt.
Näiden	  lisäksi	  ohjelmoinVympäristöön	  liiWyy	  nykypäivänä	  yleinen	  Vetokoneen	  käyWö-­‐
taito	  ja	  myös	  konekirjoitustaito.	  OhjelmoinVtehtävä	  vaikeutuu	  huomaWavasV,	  jos	  
opiskelija	  ei	  hallitse	  Vetokoneen	  käyWöä,	  tai	  käyWää	  näppäimistöä	  yhdellä	  sormella	  
jokaista	  kirjainta	  katseella	  erikseen	  näppäimistöltä	  hakien.	  OhjelmoinVtehtävän	  
ratkaiseminen	  hankaloituu,	  jos	  sen	  kirjoiWaminen	  koneelle	  tuskastuWaa	  ja	  korjauksien	  
tekeminen	  vie	  ylen	  määrin	  aikaa.	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Kuviosta	  5	  puuWuu	  pallukka	  ohjelman	  kohdealueen	  hallinnalle.	  Ohjelman	  tekijällä	  tu-­‐
lee	  kuitenkin	  olla	  jonkinlainen	  käsitys	  siitä	  erikoisalueesta,	  jota	  toteuteWava	  ohjelma	  
toimii	  (kirjanpito,	  automaaVoprosessi,	  tms.).	  Jos	  tämä	  Vetämys	  puuWuu,	  on	  se	  
hankiWava	  ohjelmoinVprojekVn	  edetessä.	  
3.2 Ohjelmointitieto
Haapasalo	  (1994,	  55-­‐60)	  jakaa	  matemaaXsen	  Vedon	  käsiWeelliseen	  eli	  konseptuaalis-­‐
een	  Vetoon	  ja	  proseduraaliseen	  Vetoon.	  Tämä	  jako	  sopii	  hyvin	  myös	  ohjelmoinVVet-­‐
oon.	  Konseptuaalinen	  Veto	  liiWyy	  paitsi	  yksiWäisiin	  käsiWeisiin	  myös	  niiden	  välisiin	  
riippuvuuksiin.	  KäsiWeet	  muodostavat	  semanXsen	  verkon	  erilaisine	  tulkintoineen.	  
Konseptuaalisesta	  Vedosta	  on	  toisissa	  yhteyksissä	  käyteWy	  nimitystä	  deklaraVivinen	  
Veto.	  Konseptuaalinen	  Veto	  liitetään	  usein	  ymmärrykseen:
“Oppilaan	  syvällinen	  Hedonmuodostus	  riippuu	  riiIävän	  konseptuaalisen	  Hedon	  
hallinnasta.	  Koska	  ei	  ole	  olemassakaan	  käsiIeitä,	  jotka	  esiintyisivät	  täysin	  eristet-­‐
tyinä	  muista	  käsiIeistä,	  semanJsten	  struktuurien	  ymmärtäminen	  on	  olennaista.” 	  
(Haapasalo	  1994)
Proseduraaliseen	  Vetoon	  kuuluu	  formaalin	  kielen	  (esim.	  ohjelmoinVkielen)	  symbo-­‐
liset	  esitykset,	  säännöt	  ja	  niiden	  ymmärtäminen,	  ja	  erilaiset	  toimintatavat	  ja	  algo-­‐
ritmit	  ongelmien	  ratkaisemiseksi.	  Proseduraalinen	  Veto	  on	  eräänlaista	  käyWötaitoa.	  
Sen	  avulla	  voidaan	  ongelmat	  ratkaista,	  muWa	  se	  ei	  vielä	  välWämäWä	  riitä	  ratkaisun	  
ymmärtämiseen.	  	  
“Ymmärtävä	  ja	  pysyvä	  oppiminen	  ...	  on	  mahdollista	  vain	  silloin,	  kun	  konseptuaa-­‐
linen	  ja	  proseduraalinen	  Heto	  liiIyvät	  kiinteäsH	  toisiinsa	  ja	  tukevat	  toistensa	  
muodostumista.”	  (Haapasalo	  	  1994)
OhjelmoinVkäsiWeet	  ovat	  pääsääntöisesV	  abstrakteja.	  Myös	  käsiWeiden	  hierarkia	  on	  
tärkeä	  kuten	  matemaVikassa,	  jossa	  lauseet	  ja	  todistukset	  rakennetaan	  aksioomien	  
varaan.	  Hierarkian	  pohjalla	  on	  teoreeXnen	  malli	  Vetokoneen	  toiminnasta.	  	  Ohjel-­‐
moinVkielet	  määritellään	  tämän	  mallin	  avulla.	  OhjelmoinV	  käsiWelee	  siten	  artefak-­‐
teja,	  joiden	  toiminta	  on	  tarkkaan	  mallinneWu	  ja	  niihin	  liiWyvä	  Veto	  on	  eksakVa	  eikä	  
'sosiaalisesV	  neuvoteltavissa'.	  Esimerkiksi	  ohjelmoinVkielen	  syntaksi	  on	  ontologinen	  
realiteeX,	  joka	  on	  sama	  tulkitsijastaan	  riippumaWa.	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Esimerkiksi	  Java-­‐kielistä	  ohjelmaa	  kirjoiteWaessa	  konseptuaalista	  Vetoa,	  jota	  	  ohjel-­‐
moija	  joutuu	  käyWämään,	  on	  mm.	  oliot,	  luokat,	  metodit,	  Vetotyypit.	  Proseduraalista	  
Vetoaan	  ym.	  käsiWeitä	  soveltamalla	  hän	  pystyy	  kuvaamaan	  ongelmansa	  ratkaisun	  
ohjelmoinVkielellä.	  Lopullinen	  ratkaisu	  tehdään	  Java-­‐kielen	  syntakVsia	  ja	  semanXsia	  
sääntöjä	  käyWäen.	  Päästäkseen	  ratkaisuun	  on	  ohjelmoijalla	  oltava	  selkeä	  käsitys	  kon-­‐
eesta,	  jolle	  ohjelmia	  toteutetaan.	  Kyse	  ei	  ole	  fyysistä	  Vetokoneesta,	  vaan	  Java	  virtuaa-­‐
likoneesta,	  jossa	  ohjelmaa	  suoritetaan.	  
3.3 Työelämävaatimukset ja ammatillinen osaaminen
Koulujen	  tulisi	  tuoWaa	  työelämään	  osaavia	  ammaXlaisia.	  Varsinkin	  ammaXkorkea-­‐
kouluissa	  ja	  myös	  teknisissä	  korkeakouluissa	  painotetaan	  työelämän	  taitoja.	  Tosin	  
myös	  yliopistoista,	  joiden	  koulutus	  on	  edellisiä	  enemmän	  tutkimuspainoWeista,	  	  Veto-­‐
jenkäsiWelyVeteen	  opiskelijat	  sijoiWuvat	  valtaosaltaan	  yrityksiin	  töihin.	  
Raij	  (2003)	  tunnistaa	  osaamisesta	  neljä	  komponenXa	  (KUVIO	  6).	  Osaamisessa	  
yhdistyy	  sekä	  Veteellinen	  Vetäminen	  eWä	  tekemisen	  osaaminen.	  Nämä	  tekijät	  on	  
varsin	  helppo	  huomioida	  opetuksessa.	  Kuvion	  oikealla	  puolella	  mainitut	  asiat,	  
konteksVn	  ymmärtäminen	  ja	  erilaisten	  Vlanteiden	  hallintakyky	  ovat	  haasteellisempia.	  
Kyse	  on	  työelämän	  eri	  Vlanteiden	  hallitsemisesta,	  ja	  toimintakulWuurin	  ja	  ilmiöiden	  
tajuamisesta.	  KonteksVin,	  toimintaympäristöön,	  	  kuuluu	  keskeisinä	  ihmiset	  toimijoina	  
ja	  osaajina.	  Ihmisillä	  on	  erilaisia	  työrooleja,	  muWa	  he	  ovat	  läsnä	  myös	  yksilöinä.	  Eri	  
työelämän	  Vlanteisiin	  opitaan	  reagoimaan	  harjaantumisen	  kauWa,	  oman	  itsensä	  
ohjaamisen	  ja	  tutkivan	  työoWeen	  avulla.	  
Ohjelmoinnin	  voi	  ajatella	  olevan	  pitkälle	  käsityötä,	  koska	  vielä	  toistaiseksi	  ohjelmien	  
tuoWaminen	  on	  vaikeasV	  automaVsoitavissa.	  Perinteisistä	  käsityöammateista	  
poiketen	  tuotos,	  jonka	  ammaXlainen	  tuoWaa	  on	  täysin	  abstrakV.	  SiWen	  1970-­‐	  ja	  80-­‐
lukujen	  alan	  ammaXnimikkeet	  ovat	  muuWuneet.	  Aikaisempia	  nimikkeitä	  ohjelmoija	  
ja	  atk-­‐suunniWelija	  tuskin	  enää	  tapaa.	  Tilalle	  on	  tullut	  sellaisia	  nimikkeitä	  kuin	  ohjel-­‐
mistoinsinööri	  (soFware	  engineer),	  ohjelmistosuunniWelija	  (soFware	  designer)	  tai	  
ohjelmistokehiWäjä	  (soFware	  developer).	  Nimikkeiden	  englanninkieliset	  versiot	  ovat	  
suosiossa.	  Tehtävänkuvaan	  kuuluu	  kiinteäsV,	  ohjelmien	  suunniWelun	  lisäksi,	  ohjelmis-­‐
tojen	  toteuWaminen	  ja	  testaaminen.	  Käytännössä	  työ	  on	  kuitenkin	  hyvin	  pitkälle	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ohjelmoinVa	  ja	  ohjelmoinVin	  liiWyvien	  ongelmien	  ratkaisemista.	  
Ohjelmistotuotanto	  on	  myös	  hyvin	  pitkälle	  palveluala.	  Tuotanto	  keskiWyy	  yhä	  enem-­‐
män	  palveluja	  tuoWaviin	  yrityksiin,	  ja	  yritykset	  ostavat	  tarvitsemansa	  ohjelmistot	  
Vlaustyönä.	  	  Kansainvälisyys	  on	  usein	  vahvasV	  kuvassa	  mukana	  –	  varsinkin	  isommat	  
ohjelmistoﬁrmat	  toimivat	  useassa	  maassa.	  TavoiWeena	  on	  tuoWaa	  toimivia	  ohjelmis-­‐
toja	  asiakkaille	  mahdollisimman	  tehokkaasV	  ja	  edullisesV.	  Tehokkuus	  ja	  tuoWavuus-­‐
vaaVmukset	  kansainvälisestä	  kilpailuVlanteesta	  johtuen	  jatkuvasV	  kiristyvät,	  muWa	  
laatuvaaVmuksista	  ei	  kuitenkaan	  voida	  samalla	  Vnkiä,	  oikeastaan	  päinvastoin.
Ohjelmistoala	  on	  suhteellisen	  nuori	  ala	  verraWuna	  moneen	  muuhun	  teollisuuden	  
alaan.	  Tietotekniikka	  kehiWyy	  jatkuvasV,	  	  ja	  myös	  ohjelmistojen	  tuotantomenetelmät	  
ovat	  koko	  ajan	  muutosten	  kohteena.	  Nykyisin	  suosiossa	  on	  ns.	  keWerät	  tuotantome-­‐
netelmät,	  joilla	  pyritään	  toisaalta	  projekVen	  riskien,	  jotka	  ovat	  viime	  kädessä	  talou-­‐
dellisia,	  	  parempaan	  hallintaan,	  ja	  toisaalta	  myös	  laadullisesV	  parempiin	  ohjelmistoi-­‐
hin.
KUVIO	  6.	  AmmaJkorkeakouluosaaminen	  integroituna	  kokonaisuuteen	  (Raij,	  2003)
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KeWerissä	  menetelmissä	  on	  ideana	  kehiWää	  ohjelmistosta	  ensin	  pieni	  toimivat	  malli,	  
jota	  siWen	  täydennetään	  projekVn	  edetessä.	  SuunniWelu,	  toteutus	  ja	  testaus	  suorite-­‐
taan	  nopeina	  sykleinä,	  ja	  syklin	  lopussa	  tulisi	  olla	  aina	  toimiva,	  hieman	  ominaisuuksil-­‐
taan	  täydenneWy	  ohjelma	  olemassa.	  Näin	  pyritään	  myös	  dynaamiseen	  muutosten	  
hallintaan	  projekVn	  aikana.	  
ProjekVryhmän	  työskentelyssä	  korostuu	  kommunikoinV-­‐	  ja	  yhteistyötaidot.	  ProjekVn	  
etenemistä	  seurataan	  päiviWäisissä	  palavereissa,	  ja	  työtä	  hidastavat	  ongelmat	  tulee	  
tunnistaa	  mahdollisimman	  aikaisessa	  vaiheessa	  ja	  saaWaa	  ryhmän	  Vetoon.	  Ryhmän	  
vastuulla	  on	  reagoida	  ongelmiin	  ja	  etsiä	  niihin	  ratkaisu.	  Ohjelmoinnin	  osuus	  on	  koros-­‐
tunut,	  koska	  ohjelmoinVtyö	  jakaantuu	  koko	  projekVn	  elinkaaren	  ajalle.	  Myös	  ohjel-­‐
mien	  testaamiseen	  käyteWävien	  ohjelmien	  koodaamiseen	  panostetaan	  enemmän	  
kuin	  aiemmin.	  HuomaWavaa	  on,	  eWä	  projekVn	  tuoWama	  ohjelmakoodi	  on	  tavallaan	  
yhteistä	  eli	  kaikkien	  Vimin	  jäsenten	  tulisi	  periaaWeessa	  pystyä	  muokkaamaan	  ja	  kor-­‐
jaamaan	  kenen	  muun	  tahansa	  projekVtyöntekijän	  toteuWamaa	  koodia.	  Kouluympä-­‐
ristössä	  opiskelija	  yleensä	  joutuu	  lukemaan,	  ymmärtämään	  ja	  korjaamaan	  vain	  itse	  
tekemäänsä	  koodia.
Muutenkin	  olemassa	  olevan	  koodin	  ymmärtäminen,	  virheiden	  jäljitys	  ja	  testaus	  on	  
huomaWavan	  suuressa	  roolissa	  ohjelmoinVkursseihin	  verraWuna,	  joissa	  pääasiassa	  
keskitytään	  uuden	  koodin	  tuoWamiseen.	  Vanhoja	  ohjelmistoja	  joudutaan	  päiviWäm-­‐
ään,	  tehdyt	  muutokset	  saaWavat	  levitä	  esim.	  ohjelmakirjastojen	  mukana	  hyvinkin	  
laajalle,	  ja	  muutosten	  vaikutukset	  voivat	  olla	  kauaskantoisia.	  Laadunvarmistuksesta	  ei	  
voida	  Vnkiä.	  	  
Laadun	  takaamiseksi	  on	  olemassa	  erilaisia	  menetelmiä	  kuten	  pariohjelmoinV	  ja	  tesV-­‐
vetoinen	  kehitys.	  Nämä	  ovat	  menetelmiä,	  jotka	  ovat	  rantautuneet	  oppilaitoksiinkin.	  
KäsiWelen	  niitä	  hieman	  tarkemmin	  opetusmenetelmien	  yhteydessä	  (luku	  4.4).	  Kukin	  
kehiWäjä	  vastaa	  myös	  kirjoiWamansa	  koodin	  virheeWömyydestä.	  Tähän	  liiWyy	  koodiyk-­‐
siköiden	  testauksen	  suunniWelu	  ja	  toteutus.	  Ohjelmistot	  kokonaisuutena	  testataan	  
normaalisV	  testaukseen	  perehtyneiden	  asiantunVjoiden	  puolesta.	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YksiWäinen	  kehiWäjä	  on	  vastuussa	  hänelle	  anneWujen	  tehtävien	  työmäärän	  arvioin-­‐
nista.	  Työtehtävät	  on	  pystyWävä	  jakamaan	  sopiviin	  osatehtäviin,	  joista	  kukin	  arvioi-­‐
daan	  erikseen.	  KehiWäjä	  itse	  Vetää	  parhaiten,	  kuinka	  paljon	  minkäkinlaiseen	  työtehtä-­‐
vään	  häneltä	  itseltään	  menee	  aikaa.	  Jatkuva	  oman	  työn	  tarkkailu	  Vetenkin	  kehittää	  
ajan	  myötä	  työntekijän	  omaa	  käsitystä	  ammaXtaidostaan.	  KeskiWymällä	  työssä	  vain	  
oleelliseen,	  voidaan	  myös	  projekVn	  kokonaisaikatauluja	  lyhentää.	  
EriWäin	  huomaWavaa	  työympäristössä	  on	  sen	  jatkuva	  teknologinen	  muutos.	  Ohjelmis-­‐
totuotantoalalla	  muutoksen	  aiheuWavat	  markkinaVlanteet,	  jotka	  tuovat	  uusia	  kehit-­‐
tyviä	  teknologioita	  pinnalle,	  ja	  vanhemmat	  teknologiat	  poistuvat	  käytöstä.	  Nämä	  
aiheuttavat	  tarveWa	  osaamisen	  päiviWämiseen.	  Yleensä	  kyse	  on	  helposV	  omaksuWa-­‐
vista	  muutoksista.	  Varsinaisia	  paradigman	  muutoksia	  tapahtuu	  harvoin,	  ehkä	  noin	  
kerran	  kymmenessä	  vuodessa.	  Edellinen	  oli	  siirtyminen	  proseduraalisesta	  ohjelmoin-­‐
nista	  olio-­‐ohjelmoinVin.	  Tällä	  hetkellä	  on	  käynnissä	  siirtyminen	  rinnakkaisohjelmoin-­‐
Vin	  ja	  rinnakkaisalgoritmien	  käyWöön.	  Tämän	  muutoksen	  on	  mahdollistanut	  moni-­‐
ydinprosessorien	  esiinmarssi	  tavallisiin	  PC-­‐Vetokoneisiinkin.
Toinen	  ominaisuus	  on	  teknologinen	  diversiteeX.	  Rinnakkaisia	  teknologioita	  on	  hyvin	  
paljon	  esimerkiksi	  ohjelmoinVkieliä,	  Vetokantajärjestelmiä,	  ohjelmoinVympäristöjä,	  
käyWöjärjestelmiä.	  Ominaista	  näille	  on,	  eWä	  ne	  ovat	  perusperiaaWeiltaan	  hyvin	  
samankaltaisia,	  muWa	  eroavat	  teknisiltä	  yksityiskohdiltaan	  hyvinkin	  paljon.	  	  Tällai-­‐
sessa	  ympäristössä	  tarvitaan	  ohjelmoijalta	  kykyä	  siirtää	  Vetämyksensä	  teknologiasta	  
toiseen.	  	  Tätä	  helpoWaa	  periaaWeiden	  tuntemus,	  ja	  kyky	  nähdä	  rajapintojen	  taakse	  eli	  
Veto	  siitä,	  miten	  eri	  teknologiat	  on	  toteuteWu.	  	  
Miten	  siWen	  parhaiten	  kouluelämässä	  voidaan	  valmistautua	  kohtaamaan	  työelämän	  
vaaVmukset?	  OhjelmoinValalle	  on	  tyypillistä	  jatkuva	  muutos.	  Parhaiten	  muutokseen	  
voi	  valmistautua	  hankkimalla	  opiskeluaikana	  hyvät	  valmiudet	  elinikäiseen	  oppimi-­‐
seen.	  Andrew	  S.	  Tanenbaum,	  arvosteWu	  professori	  ja	  alan	  Vetokirjailija,	  joka	  on	  
julkaissut	  lukuisia	  ympäri	  maailmaa	  käytössä	  olevia	  Vetokirjoja,	  esiX	  jo	  vuonna	  1997	  
kymmenen	  kultaista	  sääntöään	  VetojenkäsiWelyVeteen	  opetukseen	  (Tanenbaum	  
1997).	  Säännöistä	  	  ensimmäinen	  kuului:	  “AjaWele	  pitkällä	  tähtäimellä”.	  Tänään	  
koulusta	  valmistuvat	  ovat	  alalla	  töissä	  vielä	  neljänkymmenen	  vuoden	  päästä.	  Kuinka	  
paljon	  ala	  ehVi	  muuWua	  siinä	  ajassa?	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4 OHJELMOINNIN OPPIMISESTA JA OPETTAMISESTA
“Perhaps if we wrote programs from childhood on,
 as adults we'd be able to read them.”
Alan J. Perlis, 1982
Ohjelmoinnin	  opetuksen	  alkuvaiheet	  ovat	  yleensä	  ongelmallisia.	  Opiskelijalla	  pitää	  
olla	  aika	  iso	  Vetoperusta	  ennen	  kuin	  hän	  pystyy	  tekemään	  mielekästä	  ohjelmoinVa.	  
Tähän	  kuuluu	  algoritmisen	  ongelmanratkaisun	  alkeet,	  opetuskielen	  syntakVnen	  ja	  
semanXnen	  hallinta	  ja	  ohjelmoinVtyökalujen	  ja	  -­‐ympäristön	  hallinta.	  
EnnusteWaessa	  opintomenestystä	  ohjelmoinVkurssilla	  on	  eri	  tutkimuksissa	  nosteWu	  
esille	  seuraavanlaisia	  valmiuksia	  (Shaﬀer	  2005):
• Kyvykkyys	  ratkaista	  matemaVikan	  sanallisia	  tehtäviä,	  ja	  kyvykkyys	  esiWää	  
epäformaali	  ongelmanaseWelu	  formaalein	  menetelmin	  (esim.	  matemaaXsena	  
lausekkeena).
• MoVvaaVo,	  kiinnostus	  ja	  aikaisempi	  ohjelmoinVkokemus.
• Menestyminen	  koulumatemaVikassa	  yleensä.
• Tehokkaat	  työmuisVn	  käytön	  strategiat.
• KenWäriippumaWomuus,	  kyky	  strukturoida	  materiaalia	  uudella	  tavalla.
Toisaalta,	  joissain	  tutkimuksissa	  ei	  ole	  löydeWy	  mitään	  selkää	  eriWelevää	  kogniVivista	  
tai	  persoonallista	  tekijää,	  joka	  ennustaisi	  menestymistä	  ohjelmoinVkursseilla	  (Robins	  
yms.	  2003),	  vaan	  niinkin	  yksinkertainen	  tekijä	  kuin	  opiskelijan	  omat	  odotukset	  arvo-­‐
sanasta	  ennusVvat	  menestyksen	  parhaiten.	  ToivoWava	  arvosana	  Vetenkin	  kertoo	  jo	  
opiskelijan	  omasta	  käsityksestä	  oppijana	  ja	  myös	  asenteesta	  ja	  moVvaaVosta	  ohjel-­‐
moinVin.	  	  Usein	  jopa	  ohjelmoinVpainoWeisen	  opinto-­‐ohjelman	  menestyksellistä	  
suoriWamista	  on	  pideWy	  osoituksena	  kyvystä	  omaksua	  ohjelmoinVtaito.	  Tosin	  tähän	  
liiWyvää	  'luonnonvalintaa'	  (eli	  huonosV	  menestyvät	  keskeyWävät)	  voi	  helposV	  häiritä	  
huonolla	  arvioinVpoliVikalla.	  Ulkoisten	  paineiden	  alla	  (esim.	  valmistuneiden	  määrän	  
kasvatus),	  myös	  huonosV	  osaavat	  voidaan	  päästää	  kursseista	  läpi.
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Yleinen	  tapa	  ohjelmoinnin	  alkeisopetukseen	  on	  kuitenkin	  lähestyä	  ongelmaa	  ohjel-­‐
moinVkielestä	  käsin.	  OhjelmoinVkursseilla	  on	  tapana	  käydä	  kielen	  rakenneWa	  läpi	  
aihe	  kerrallaan	  (esim.	  Vetotyypit,	  ehtolauseet,	  aliohjelmat,	  toistolauseet...)	  ja	  Vetyssä	  
järjestyksessä.	  Tämä	  lähestymistapa	  on,	  yleisyydestään	  päätellen,	  ilmeisen	  hyväksi	  
havaiWu	  ja	  kertautuu	  usein	  esimerkiksi	  oppikirjojen	  rakenteissa.	  	  Linn	  ja	  Dalbey	  
(Winslow	  1996)	  muotoilivat	  jo	  15	  vuoWa	  siWen	  ns.	  ohjelmoinnin	  oppimisen	  ideaalisen	  
ketjun,	  joka	  lähtee	  liikkeelle	  juuri	  kielen	  yksityiskohdista.	  Ketju	  voidaan	  ajatella	  
vaiheiWain	  etenevänä	  iteraVivisena	  prosessina:
1. Opeta/opeWele	  yksi	  ohjelmoinVkielen	  ominaisuus	  sekä	  syntaksin	  eWä	  seman-­‐
Vikan	  kannalta.
2. Opeta/opeWele	  yhdistämään	  opiWu	  ominaisuus	  aiemmin	  opiWuihin	  suunnit-­‐
telu-­‐	  ja	  ongelmanratkaisutaitoihin
3. Sulauta	  opiWu	  taito	  yleisiin	  ongelmanratkaisutaitoihin.
Ala-­‐Mutka	  (2005)	  on	  esiWänyt	  vastaavan	  oppimisketjun	  Bloomin	  taksonomioita	  (Starr	  
ym	  2008)	  mukaillen	  	  (KUVIO	  7).	  	  Oppiminen	  tapahtuu	  mielessä	  olevaa	  mentaalimallia	  
(skeemaa)	  muokkaamalla	  ja	  parantamalla	  sen	  laatua.	  Yleisin	  käsitys	  siitä,	  miten	  ohjel-­‐
moinnin	  oppiminen	  tapahtuu,	  	  on	  juuri	  skeemojen,	  mentaalimallien,	  	  kasvaWamisen	  
kauWa	  (Shaﬀer,	  2005),	  ja	  rakentamalla	  eräänlainen	  'työkalupakki'	  lähestymistavoista	  
erityyppisiin	  ongelmiin.	  EksperXyden	  kasvaessa	  pakin	  sisältö	  muokkautuu	  eli	  
skeemat	  muuWavat	  sisältöään.	  Tämä	  vaaVi	  harjoiWelua	  toinen	  toistaan	  seuraavien	  
tehtävien	  avulla,	  jotka	  auWavat	  työstämään	  mentaalimalleja.	  Mallit	  ovat	  tärkeä	  osa	  
ymmärtämyksen	  rakentamiseksi.	  OhjelmoinVa	  koskevat	  mentaalimallit	  liiWyvät	  Veto-­‐
rakenteisiin,	  Vedon	  esitysmuotoihin,	  kontrollirakenteisiin,	  ohjelman	  suunniWeluun	  ja	  
ongelmaympäristöön. Ohjelmoinnin	  oppiminen	  sisältää	  myös	  mentaalimallin	  
muodostamisen	  ohjelmoitavan	  Vetokoneen	  toiminnasta.	  
29
Valmiudet	  ohjelmoinVkielten	  ja	  niihin	  liiWyvien	  käsiWeiden	  omaksumiseen	  riippuu	  
oppijan	  kogniVivisen	  kehityksen	  tasosta	  (White	  ym.	  2005).	  Piaget'n	  teoria	  jakaa	  
ihmisen	  kogniVivisen	  kehityksen	  neljään	  vaiheeseen:	  sensomotoriseen,	  esioperaVo-­‐
naaliseen,	  konkreeXsten	  operaaVoiden	  ja	  formaalien	  operaaVoiden	  vaiheeseen.	  
Formaalien	  operaaVoiden	  vaihe	  kogniVivisessa	  kehityksessä	  saavutetaan	  normaalisV	  
11-­‐12	  vuoden	  iässä.	  Tässä	  vaiheessa	  mm.	  looginen	  ja	  abstrakV	  	  ajaWelu	  kehiWyy.	  Joil-­‐
lain	  ihmisillä	  kehitys	  tapahtuu	  myöhemmin,	  jos	  lainkaan.	  	  Formaalissa	  ajaWelukyvys-­‐
säkin	  on	  havaiWu	  eri	  tasoja.	  Esimerkiksi	  monet	  aikuiset	  ja	  toisen	  asteen	  opiskelijat	  
eivät	  kykene	  suoriutumaan	  monista	  formaaleista	  operaaVoista	  	  lainkaan(White	  ym.	  
2005).	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Taulukossa	  2	  on	  yhteenveto	  eri	  tyyppisistä	  ohjelmoinVkielistä	  ja	  niiden	  vaaVmista	  
kogniVivisen	  kehityksen	  tasoista	  empiirisiin	  havaintoihin	  perustuen.	  Formaalien	  
operaaVoiden	  taso	  on	  jaeWu	  taulukossa	  kahteen	  osaan	  perustuen	  juuri	  edellä	  
mainiWuihin	  havaintoihin	  formaalien	  operaaVoiden	  kehiWymisestä	  eri	  ihmisillä	  eri	  
tavalla.	  KogniVivinen	  tyyli	  viiWaa	  siihen,	  kumpi	  aivopuolisko	  ajaWelussa	  on	  hallitseva.	  
Vasen	  aivopuolisko	  on	  yleensä	  liiteWy	  loogiseen	  ajaWeluun	  ja	  oikea	  konkreeXseen	  
toimintaan.	  Mielenkiintoinen	  havainto	  on,	  eWä	  objekVorientoituneiden	  ja	  visuaalisten	  
kielten	  hallinta	  on	  riippumaton	  kogniVivisesta	  tyylistä.	  
































































4.1 Ohjelmoinnin oppimisen sietämätön raskaus
Mikä	  ohjelmoinnin	  oppimisessa	  siWen	  on	  vaikeaa?	  LahVnen	  ym.	  (2005)	  	  tutkivat	  
ensimmäisen	  vuoden	  yliopisto-­‐opiskelijoiden	  omaa	  näkemystä	  ohjelmoinVkurssista	  ja	  
sen	  sisällöstä.	  Tutkimus	  toteuteXin	  kyselytutkimuksena.	  Opiskelijat	  aloiXvat	  ohjel-­‐
moinnin	  joko	  Java	  tai	  C++	  kielellä,	  joista	  kumpikin	  on	  olio-­‐ohjelmoinVkieli.	  Vaikeimpia	  
ohjelmoinVin	  liiWyviä	  kokonaisuuksia	  opiskelijoiden	  mielestä	  olivat	  1)	  miten	  laaVa	  
Vetyn	  ongelman	  ratkaiseva	  ohjelma,	  2)	  ohjelman	  toiminnallisuuden	  jako	  aliohjelmiin	  
3)	  virheiden	  löytäminen	  omista	  ohjelmista.	  Kaikki	  nämä	  vaaVvat	  isojen	  kokonaisuuk-­‐
sien	  hallintaa	  eikä	  vain	  yhden	  käsiWeen	  tai	  pienen	  osa-­‐alueen.	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Vaikeimmat	  yksiWäiset	  ohjelmoinVkäsiWeet	  olivat	  1)	  rekursio,	  2)	  osoiXmet	  ja	  viiWeet,	  
3)	  virheenkäsiWely	  ja	  4)	  funkVokirjastojen	  käyWö.	  Toisaalta	  ongelmat	  eivät	  välWämäWä	  
liity	  käsiWeiden	  ymmärtämiseen	  sinänsä,	  vaan	  lähinnä	  kykyyn	  käyWää	  niitä	  oikeissa	  
kohdissa	  ohjelmaa	  eli	  käsiWeiden	  soveltaminen	  ongelmanratkaisun	  apuna.	  	  FunkVo-­‐
kirjastojen	  tehokas	  käyWö	  vaaVi	  itsenäisiä	  työskentely-­‐	  ja	  Vedonhakutaitoja,	  mikä	  
saaWaa	  olla	  vaikeaa	  aloiWelevalle	  opiskelijalle.	  Tutkimuksessa	  havaiXin	  myös,	  eWä	  
opiskelijat	  yleensä	  yliarvioivat	  oman	  osaamisensa.	  Sinällään	  tämä	  on	  jo	  oppimisen	  
este.	  
Tutkimuksessa	  havaiXin	  vahva	  korrelaaVo	  ohjelmoinnin	  VeWyjen	  ydinosaamis-­‐
alueiden	  oppimisen	  välillä.	  Näitä	  olivat	  1)	  ohjelmarakenteiden	  ymmärtäminen,	  	  2)	  
miten	  laaVa	  Vetyn	  ongelman	  ratkaiseva	  ohjelma,	  3)	  ohjelmoinVkielen	  syntaksin	  osaa-­‐
minen	  ja	  4)	  ohjelman	  toiminnallisuuden	  jako	  aliohjelmiin.	  Nämä	  joko	  opiXin	  kaikki	  tai	  
jokaisen	  kanssa	  oli	  ongelmia.	  Näiden	  osa-­‐alueiden	  hallinta	  korreloi	  myös	  vahvasV	  
yksiWäisten	  ohjelmoinVkäsiWeiden	  oppimisen	  kanssa.
Myös	  Milne	  ym.	  (2002)	  saivat	  samanlaisia	  tuloksia	  tutkiessaan	  C++	  kielen	  oppimista.	  
He	  havaitsivat	  vaikeimmiksi	  aihealueiksi	  oppia	  aiheet,	  jotka	  vaaVvat	  ymmärtämystä	  
siitä,	  mitä	  Vetokoneen	  muisVssa	  lopulta	  tapahtuu	  ohjelman	  suorituksen	  aikana	  
(osoiXmet,	  dynaaminen	  muisVnvaraus,	  parametrien	  välitys,	  Vetorakenteet).	  Epävar-­‐
muus	  aivan	  perusasioiden	  hallinnassa	  vaikuWaa	  monimutkaisempien	  käsiWeiden	  
ymmärtämiseen.	  Vaikeiksi	  listaXin	  myös	  oliosuuntautuneeseen	  ohjelmoinVin	  liiWyvät	  
käsiWeet	  (kopiorakentajat,	  polymorﬁsmi,	  virtuaalifunkVot),	  jotka	  liiWyvät	  muisVnhal-­‐
lintaan.	  Myös	  Milnen	  tutkimuksessa	  tuli	  esille	  eWä	  opiskelijat	  arvioivat	  oman	  osaami-­‐
sensa	  korkeammalle	  kuin	  opeWajat.	  
Varsin	  monessa	  tutkimuksessa	  onkin	  huomauteWu,	  eWä	  selkeän	  Vetokoneen	  mentaa-­‐
limallin	  olemassaolo	  on	  ohjelmoinnin	  omaksumisen	  edellytys	  (mm.	  Shaﬀer	  2002,	  
Ben-­‐Ari	  2001,	  Robins	  ym.2003).	  VastaavasV	  voidaan	  ajatella,	  eWä	  sen	  puuWuminen	  on	  
oppimisen	  este.	  Malli	  pitää	  opiskelijoilla	  eksplisiiXsesV	  opeWaa,	  koska	  se	  on	  yleensä	  
ontologinen	  realiteeX,	  jonka	  konstruoiminen	  ilman	  etukäteisVetämystä	  on	  
mahdoton	  tehtävä.	  Toisaalta,	  opiskelijalle	  riiWää,	  eWä	  opetuksessa	  käsitellään	  hänen	  
omaa	  työskentelytasoaan	  yhtä	  kerrosta	  alempana	  olevaa	  abstrakVota.	  Toisin	  sanoen,	  
ohjelmoijan	  tulee	  tuntea	  sen	  koneen	  rakenne,	  jolle	  hän	  ohjelmiaan	  tekee.
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4.1.1 Erilaisia oppimisstrategioita
Opiskelun	  alkuvaiheessa	  ensimmäisillä	  ohjelmoinVkursseilla	  turhautumisen	  syynä	  voi	  
olla	  virheelliset	  opiskelustrategiat.	  Opiskelijat	  käyWävät	  aiemmin	  muissa	  aineissa	  
oppimiaan	  strategioita,	  eivätkä	  yleensä	  ymmärrä	  heV	  ohjelmoinnin	  opiskelussa	  
vaadiWavaa	  tarkkuuden	  ja	  systemaaXsuuden	  tasoa.	  Ohjelmat	  on	  kirjoiteWava	  väli-­‐
merkilleen	  oikein	  ennen	  kuin	  niitä	  pystytään	  kokeilemaan.	  Ohjelmien	  testaus	  on	  
monimutkaista,	  ja	  virheiden	  jäljitys	  vaaVi	  järjestelmällisyyWä	  ja	  vie	  aikaa	  vievää.	  
Opiskelijan	  suhtautuminen	  ohjelmoinVvirheisiin	  on	  merkiWävä	  opintomoVvaaVon	  
indikaaWori	  (Robins	  ym.	  2003).	  OhjelmoinVvirheet	  ovat	  hyvin	  yleisiä	  ja	  yksi	  opintojen	  
päätavoiWeista	  onkin	  oppia	  virheiden	  korjaaminen.	  Ohjelmien	  kehitystyökalut	  
pystyvät	  antamaan	  automaaXsesV	  hyvin	  suoraa	  ja	  informaVivista	  palauteWa	  
ohjelman	  virheistä.	  Toiset	  opiskelijat	  suhtautuvat	  virheilmoituksiin	  negaVivisesV,	  
turhautuvat,	  eivätkä	  pysty	  ratkaisemaan	  ongelmaa	  enää	  itsenäisesV.	  	  Toiset	  opiske-­‐
lijat	  käyWävät	  virheistä	  saamaansa	  palauteWa	  (ohjelman	  tai	  kääntäjän	  antamaa)	  
suoraan	  hyväkseen	  ja	  pystyvät	  jatkamaan	  ohjelmansa	  kehiWämistä.	  On	  vielä	  kolmas	  
ryhmä,	  joka	  yriWää	  tehdä	  ohjelmaan	  tavallaan	  satunnaisia	  korjauksia,	  koska	  eivät	  
puuWeellisten	  taitojen	  takia	  kykene	  jäljiWämään	  virheWä.	  Heidän	  edistymisensä	  ei	  ole	  
ensimmäistä	  ryhmää	  kummoisempi.
Esimerkki	  virheellisen	  strategian	  omaksumisesta	  on	  ns.	  leikkaa-­‐liimaa	  -­‐tyylinen	  ohjel-­‐
moinV.	  OhjelmoinVoppaiden	  ja	  -­‐kirjojen,	  ja	  miksei	  myös	  opeWajien,	  	  antamat	  
esimerkit	  voivat	  johtaa	  Vetyssä	  tapauksissa	  tähän	  tyyliin,	  jos	  opetuksessa	  epäonnistu-­‐
taan	  heräWämään	  oppilaan	  oma	  ajatustyöskentely.	  Ilmiötä	  voi	  myös	  kutsua	  ohjel-­‐
moinnin	  'tarkoituksen	  menetykseksi'	  (loss	  of	  intenVonality)	  (Boyer	  ym.	  2008).	  	  Sen	  
sijaan,	  eWä	  opiskelija	  yriWäisi	  itse	  ratkaista	  ongelman,	  hän	  	  yriWää	  käyWää	  hyväkseen	  
valmista	  ratkaisua	  aikaisemmasta	  hieman	  samalta	  näyWävästä	  ongelmasta.	  Opiske-­‐
lijan	  strategia	  on	  joko	  selvitä	  tehtävästä	  mahdollisimman	  helposV	  ja	  nopeasV	  (ilman	  
moVvaaVota	  ratkaisun	  ymmärtämisestä)	  tai	  siWen	  hän	  on	  jo	  aikaisemmin	  kurssilla	  
Vppunut	  ns.	  kärryiltä,	  ja	  tehtävä	  on	  aivan	  liian	  vaikea	  hänelle	  ratkaistavaksi.	  	  Ilman	  
syvällisempää	  ymmärtämystä	  ratkaisun	  rakenteesta	  siihen	  tehdään	  jopa	  satunnaiselta	  
tuntuvia	  muutoksia.	  Ohjelma	  pystytään	  nopeasV	  kääntämään	  ja	  kokeilemaan.	  Mikäli	  
muutokset	  eivät	  ole	  mieleen,	  kokeillaan	  seuraavaa	  mahdollista	  ratkaisua.	  OhjelmoinV	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on	  ajaWeluprosessin	  sijaan	  kuin	  palapelin	  rakentamista	  sokkona	  –	  kuin	  yksi	  palanen	  ei	  
sovi,	  yritetään	  mekaanisesV	  seuraavaa	  jne.
Toisenlainen	  ongelma	  on	  ns.	  bricolage	  -­‐tyyli	  (Ben-­‐Ari	  2001).	  Bricolage	  tarkoiWaa,	  
jonkin	  artefakVn	  kokoamista	  puhtaasV	  yritys-­‐erehdys	  -­‐menetelmällä.	  Ohjelmoinnissa	  
tämä	  tarkoiWaa	  ohjelman	  kirjoiWamista	  ilman	  minkäänlaista	  etukäteissuunniWelua	  tai	  
teoreeXsta	  taustatukea.	  Hyvin	  yksinkertaisten	  ohjelmien	  kasaaminen	  näin	  on	  
etevältä	  ohjelmoijalta	  helppoa,	  muWa	  lähestymistapa	  johtaa	  väistämäWä	  ongelmiin	  
monimutkaisten	  tehtävien	  kanssa,	  jotka	  vaaVvat	  systemaaXsia	  suunniWelu-­‐	  ja	  analyy-­‐
sitaitoja.	  
KysyWäessä	  ensimmäisen	  vuoden	  yliopisto-­‐opiskelijoilta	  (LahVnen	  ym.	  2005),	  he	  
piVvät	  yksin	  työskentelyä	  (sekä	  opiskelu	  eWä	  ohjelmoinV)	  parhaana	  tapana	  oppia.	  Sitä	  
suosiXn	  luentojen	  ja	  ohjaWujen	  käytännön	  sessioiden	  kustannuksella.	  Toisaalta	  ohja-­‐
tusta	  opetuksesta	  arvosteXin	  eniten	  käytännön	  pienryhmäharjoiWelua.	  Kaikista	  paras	  
opiskelumateriaali	  oli	  opiskelijoiden	  mielestä	  esimerkkiohjelmat.	  Tulokset	  kertovat	  
oppimisen	  tapahtuvan	  käytännön	  harjoituksen	  ja	  esimerkkien	  kauWa.	  MuWa	  kuten	  
yllä	  todeXin,	  esimerkeillä	  voi	  olla	  negaVivisiakin	  vaikutuksia.	  
4.1.2 Ohjelmoijien oppimistyylit  
Ohjelmoinnin	  opiskelijoiden	  oppimistyylejä	  on	  myös	  tutkiWu.	  Galpin	  yms.	  (2007)	  
tutkivat	  etelä-­‐afrikkalaisia	  yliopisto-­‐opiskelijoita	  ensimmäisellä,	  toisella	  ja	  kolman-­‐
nella	  vuosikurssilla	  Kolbin	  oppimistyylien	  kannalta	  (katso	  sivu	  11	  ja	  kuvio	  3).	  Tulos	  oli	  
pääsääntöisesV	  se,	  eWä	  suurin	  osa	  opiskelijoista	  sijoiWui	  abstrakVo-­‐tunne	  -­‐akselilla	  
vahvasV	  	  abstrakV	  käsiWeellistämisen	  puolelle	  (KUVIO	  8),	  mikä	  on	  opiskelijoiden	  alan	  
valintaa	  ajatellen	  oikeansuuntainen	  tulos.	  Vastaavan	  suuntaisia	  tuloksia	  on	  saatu	  
myös	  länsimaisissa	  yliopistoissa.	  Huonoa	  oppimistulosta	  ei	  siis	  pääsääntöisesV	  voi	  
laiWaa	  persoonallisuuden	  kannalta	  epäonnistuneen	  uravalinnan	  syyksi.
34
Mancy	  ym.	  (2004)	  tutkivat	  	  alkeiskurssin	  oppilaiden	  kogniVivisia	  ominaisuuksia,	  
työmuisVn	  määrää	  ja	  kenWäriippuvuuWa.	  MatemaVikassa	  ja	  VlastoVeteessä	  
työmuisVn	  koolla	  ja	  kenWäriippumaWomuudella	  voidaan	  ennustaa	  menestymistä	  
oppiaineessa.	  	  Mancy	  ym.	  mukaan	  kuitenkin	  työmuisVn	  määrällä	  on	  vain	  marginaa-­‐
linen	  merkitys	  ohjelmoinVkurssilla	  menestymiseen.	  Sen	  sijaan	  kenWäriippumaWo-­‐
miksi	  luokiWeleminen	  korreloi	  eriWäin	  vahvasV	  arvosanan	  kanssa	  erityisesV	  ohjel-­‐
moinVkykyä	  miWaavassa	  kokeessa.	  Tästä	  voisi	  päätellä,	  eWä	  informaaVotulvat	  ohjel-­‐
moinVkursseilla	  on	  suuri.	  Toinen	  mahdollinen	  tulkinta	  asialle	  on,	  eWä	  kurssin	  opet-­‐
tajat	  ovat	  hyvin	  osanneet	  huomioida	  kogniVivisen	  kuormituksen	  opetusta	  suunnitel-­‐
lessaan.	  	  Tekijät	  pohVvat,	  pystyykö	  kenWäriippumaWomuuWa	  opeWamaan	  ja	  kuinka	  
helposV.	  Tätä	  voisi	  helpoWaa	  avainkohVen	  painoWaminen	  kunkin	  opeteltavan	  asian	  
kohdalla.	  Toisaalta	  kenWäriippuvuuden	  testaus	  opiskelijoilta	  voisi	  auWaa	  opeWajaa	  
suunniWelemaan	  opetustaan.




Oppimisympäristö	  vaikuWaa	  oppimiseen	  joko	  posiVivisesV	  tai	  hidastavasV.	  Ohjel-­‐
moinVkurssilla	  oppimisympäristöön	  voidaan	  laskea	  kuuluvaksi,	  paitsi	  luvussa	  2.1	  
kuvatut	  asiat	  (sivu	  5),	  myös	  käyteWävä	  ohjelmoinVkieli	  ja	  ohjelmien	  kehiWämiseen	  
käyteWävä	  ohjelmisto	  (käyWöliiWymä,	  editori,	  kääntäjä,	  virheenjäljiVn).	  AloiWelevan	  
ohjelmoijan	  on	  usein	  vaikea	  hahmoWaa	  suorituskelpoisen	  ohjelman	  tuoWamiseen	  
tarviWavaa	  työkaluketjua.	  
Otan	  seuraavassa	  esimerkinomaisesV	  esiin	  nämä	  kaksi	  asiaa,	  ohjelmoinVympäristön	  
ja	  -­‐kielen	  valinnan.	  Kehitysympäristön	  valinnasta	  teksV	  perustuu	  omiin	  havaintoihin	  
eri	  kursseilla	  käytetyistä	  työkaluista	  sekä	  yliopisto-­‐	  eWä	  ammaXkorkeakouluopetuk-­‐
sessa.	  OhjelmoinVkielen	  valinta	  perustuu	  Mannilan	  ym.	  (2008)	  eri	  kieliä	  vertaileviin	  
tutkimuksiin.
Valinnoilla	  oppimisympäristön	  suhteen	  voidaan	  vaikuWaa	  ratkaisevasV	  kogniViviseen	  
kuormiWavuuteen.	  Valinnat	  eivät	  tosin	  ole	  aina	  opeWajasta	  kiinni	  vaan	  esim.	  ensim-­‐
mäisen	  ohjelmoinVkielen	  valinta	  määrätään	  opetussuunnitelmassa.	  Paineita	  voi	  tulla	  
mm.	  'työelämäyhteensopivuudesta'.	  Samoin	  ohjelmoinVtyökalut	  valitaan	  monesV	  
sen	  mukaan,	  minkä	  toimiWajan	  ohjelmat	  oppilaitokseen	  on	  saatu	  edullisimmalla	  sopi-­‐
muksella,	  eikä	  suinkaan	  pedagogisten	  periaaWeiden	  mukaan.
4.2.1 Opetusvälineiden valinnasta
Oikeansuuntaisilla	  työkaluvalinnoilla	  voidaan	  häivyWää	  ohjelmoinVympäristön	  
tuomaa	  ylimääräistä	  kogniVivista	  kuormaa	  oppimisVlanteessa	  erityisesV	  ohjelmoinnin	  
alkeisopetuksessa.	  	  Kuviossa	  9	  on	  esimerkki	  opetuskäyWöön	  suunnitellusta	  BlueJ-­‐oh-­‐
jelmankehitysympäristöstä	  (BlueJ	  2010).	  KäyWöliiWymä	  on	  hyvin	  pelkisteWy	  sisältäen	  
vain	  kaikkein	  oleellisimman.	  Vasemmassa	  ikkunassa	  opiskelija	  näkee	  ohjelman	  graaﬁ-­‐
sessa	  esitysmuodossa,	  ja	  voi	  jopa	  muokata	  tätä	  lisäämällä	  ohjelmaan	  uusia	  luokkia	  ja	  
niiden	  välisiä	  yhteyksiä	  graaﬁsten	  elemenXen	  avulla.	  Oikeanpuoleiseen	  ikkunaan	  on	  
aukaistu	  yhden	  luokan	  (esimerkin	  Triangle)	  lähdekoodi	  ohjelmaeditoriin	  muokaWa-­‐
vaksi.	  Erilaiset	  ohjelmoinVkielen	  syntakVset	  elemenVt	  on	  koodaWu	  eri	  väreillä,	  mikä	  
on	  yleistä	  tämän	  päivän	  editoreissa.	  Aivan	  oikeassa	  laidassa	  on	  navigoinVpalkki,	  joka	  
auWaa	  ohjelmoijaa	  hahmoWamaan,	  mitä	  kohtaa	  ohjelmalistausta	  parhaillaan	  hän	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käsiWelee.	  BlueJ	  itsessään	  on	  vain	  osa	  kokonaisuudesta,	  jonka	  tavoite	  on	  luoda	  selkeä	  
pedagogiikka	  olio-­‐ohjelmoinnin	  opeWamiseen.	  Työkalu	  on	  kehiteWy	  opetusmetodin	  
tueksi.	  
Kuviossa	  10	  puolestaan	  on	  esimerkki	  ammaXkäyWöön	  soveltuvasta	  Eclipse-­‐ympäris-­‐
töstä.	  Eclipse	  on	  eriWäin	  monipuolinen,	  laajenneWavissa	  oleva	  ja	  ohjelmoijan	  käyWö-­‐
tarpeen	  mukaan	  muokaWava	  	  työkalu.	  Eclipse	  on	  ilmaisohjelmisto,	  muWa	  vastaavia	  
kaupallisia	  ohjelmistoa	  on	  ammaXlaisille	  ja	  myös	  oppilaitoskäytössä	  runsaasV	  
tarjolla.	  VerraWuna	  BlueJ-­‐ympäristöön,	  huomio	  kuvassa	  kiinniWyy	  käyWöliiWymän	  
yksityiskohVen	  runsauteen,	  lukuisiin	  ikkunoihin	  ja	  välilehVin.	  AloiWelijan	  käytössä	  
työkalu	  on	  avain	  liian	  monimutkainen,	  ja	  lukuisat	  ominaisuudet	  vievät	  huomiota	  itse	  
opiskeltavalta	  asialta.	  ValiteWavasV	  todellisuudessa	  moni	  aloiWaa	  ohjelmoinVopiske-­‐
lunsa	  tämän	  tasoisilla	  työkaluilla.	  Kouluissa	  on	  yleistä	  hankkia	  jonkin	  kaupallisen	  
tarjoajan	  ohjelmistoja,	  muWa	  on	  epäselvää	  kuinka	  tarkkaan	  näiden	  pedagogisia	  
ominaisuuksia	  on	  oikeasV	  evaluoitu.
Mielenkiintoinen	  kysymys	  on,	  jos	  ohjelmoinV	  aloitetaan	  yksinkertaisella	  työkalulla,	  
niin	  kuinka	  helppoa	  on	  opitun	  siirtäminen	  ammaXtyökaluihin.	  Jälleen	  on	  kysymys	  
siitä,	  miten	  hyvin	  opiskelija	  on	  oppinut	  periaaWeet,	  eikä	  vain	  pinnalle	  näkyvän	  
näppäintekniikan.	  Toinen	  opiskelija	  kysyy	  uudessa	  ympäristössä:	  “Miten	  saan	  kään-­‐
neWyä	  ohjelmani?”	  ja	  toisen	  kysymys	  on:	  “Missä	  on	  se	  nappi,	  jota	  tarvitsen,	  ja	  joka	  
aikaisemmassa	  ympäristössä	  oli	  tuossa?”.
Toisilla	  opiskelijoilla	  oppimisen	  esteenä	  saaWaa	  olla	  yksinkertaisesV	  se,	  eWä	  teksVn	  
tuoWaminen	  Vetokoneella	  on	  hidasta.	  Kun	  lisäksi	  ohjelmoinVharjoituksissa	  tuotet-­‐
tavan	  koodin	  muotovaaVmukset	  ovat	  Vukat	  eli	  ohjelmien	  on	  oltava	  syntakVsesV	  väli-­‐
merkilleen	  oikein,	  voi	  editoinVin	  ja	  koodin	  korjaukseen	  mennä	  kohtuuWomasV	  aikaa,	  
ennen	  kuin	  opiskelija	  saa	  ohjelmansa	  edes	  kerran	  käänneWyä	  suoriteWavaan	  
muotoon,	  puhumaWakaan	  toimivaksi	  korjaamisesta.	  Sopiva	  editori	  pystyy	  auWamaan	  
ohjelman	  kirjoiWamisessa	  esimerkiksi	  värikoodaamalla	  syntakVset	  elemenVt	  ja	  tarkis-­‐
tamalla	  jatkuvasV	  kirjoitetun	  ohjelman	  syntaksia.	  Ja	  sujuvan	  konekirjoitustaidon	  
hankkiminen	  opiskelujen	  alkuvaiheessa	  voisi	  olla	  hyödyllinen	  panostus.
KUVIO	  9.	  Ruudunkaappaus	  opetuskäyIöön	  suunnitellusta	  BlueJ-­‐ohjelmankehitysympäristöstä.
KUVIO	  10.	  Ruudunkaappaus	  ammaJkäyIöön	  soveltuvasta	  Eclipse-­‐ohjelmankehitysympäristöstä.
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4.2.2 Opetuskielen valinnasta 
Mannila	  ym.	  tutkivat	  ohjelmoinVkielen	  valinnan	  vaikutusta	  oppimiseen	  ohjelmoinnin	  
alkeisopetuksessa.	  	  Hypoteesina	  oli	  käyWää	  mahdollisimman	  yksinkertaista	  kieltä.	  
Tutkijat	  valitsivat	  kieleksi	  Pythonin.	  Python	  on	  suhteellisen	  uusi	  tulkaWava	  ns.	  skripV-­‐
kieli,	  joka	  on	  syntaksiltaan	  pelkisteWy	  perinteisiin	  teollisuuskieliin	  verraWuna.	  SkripV-­‐
kieliset	  ohjelmat	  suoritetaan	  ohjelmatulkin	  avulla,	  jolloin	  käännös-­‐linkitys	  -­‐vaihe	  jää	  
ohjelmakehityksessä	  pois.	  Kääntöpuolena	  on,	  eWä	  tulkaWavat	  ohjelmat	  ovat	  
hitaampia	  suoriWaa,	  muWa	  ohjelman	  suorituskyvyn	  merkitys	  on	  oppimisvaiheessa	  
häviävän	  pieni.
Ohjelmoinnin	  alkeiskurssilla	  tulisi	  ennen	  kaikkea	  valmistaa	  opiskelijoita	  algoritmiseen	  
ajaWeluun	  ja	  opeWaa	  ohjelmoinnin	  perustaitoja.	  Nämä	  taidot	  ovat	  käytännössä	  
samoja	  kielestä	  riippumaWa.	  KehiteWävien	  mentaalimallien	  tulisi	  liiWyä	  'ohjelmoinnin	  
ideaan'	  eikä	  ohjelmoinVkieleen.	  Kuten	  aiemmin	  on	  tullut	  esille,	  kieli	  on	  vain	  työkalu.	  
(Toki	  kursseilla	  joutuu	  opeWamaan	  puhtaasV	  opetuskieleen	  liiWyviä	  käsiWeitä).	  
SyntakVsesV	  yksinkertainen	  Pythonin	  tapainen	  kieli	  sopii	  tähän	  tarkoitukseen	  eriWäin	  
hyvin.	  Oppilas	  voi	  paremmin	  keskiWyä	  olennaiseen,	  eikä	  kuluta	  aikaa	  toissijaisiin	  
ongelmiin.	  Pythonista	  puuWuu	  muutamia	  perinteisiä	  ohjelmoinVkielen	  osia,	  kuten	  
muuWujien	  ennakkomääriWely	  ja	  staaXnen	  tyypitys,	  mikä	  saaWaa	  tehdä	  siitä	  arveluW-­‐
avan	  valinnan	  (joidenkin	  mielestä)	  opetuskieleksi.
Mannilan	  tutkimuksessa	  oli	  kaksi	  vertailuryhmää.	  Toinen	  ryhmä	  opeWeli	  ohjelmoinVa	  
Pythonilla	  ja	  toinen	  Javalla,	  joka	  on	  tällä	  hetkellä	  yleisimpiä	  teollisuudessa	  käyteWyjä	  
kieliä.	  Kurssien	  lopputuloksena	  tehtyjä	  harjoitustöitä	  analysoiVin	  sekä	  logiikkavir-­‐
heiden	  kannalta	  eWä	  toiminnallisuuden	  kannalta.	  Työt	  eivät	  olleet	  täysin	  idenXsiä,	  
muWa	  laajuudeltaan	  toisiaan	  vastaavia.	  Analyysissä	  havaiXin,	  eWä	  Python-­‐ryhmän	  
ohjelmissa	  oli	  keskimäärin	  vähemmän	  syntaksivirheitä	  (2	  vs	  19)	  ja	  logiikkavirheitä	  (17	  
vs	  40).	  Python-­‐ohjelmat	  myös	  useimmiten	  suoriWuivat	  virheeWömäsV	  (63%	  vs	  28%)	  ja	  
vastasivat	  määritelmäänsä	  (70%	  vs	  28%)	  eli	  toisin	  sanoen	  toimivat	  niinkuin	  oli	  alun-­‐
perin	  tarkoiteWukin.	  Myös	  muilta	  osin	  tutkijat	  havaitsivat	  Python-­‐ohjelmat	  laaduk-­‐
kaammiksi.	  Vaikka	  kokeen	  otos	  oli	  pieni	  -­‐	  molemmissa	  ryhmissä	  30	  oppilasta,	  tutki-­‐
muksen	  tulokset	  olivat	  intuiVivisesV	  varsin	  helposV	  ymmärreWävissä.	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Tutkimukseen	  kuului	  vielä	  toinenkin	  osa,	  jossa	  selviteXin	  Python-­‐opiskelijoiden	  
sopeutumista	  jatkossa	  Java-­‐kurssille.	  Siinä	  todeXin,	  eWä	  ohjelmoinVVetämys	  -­‐	  'ohjel-­‐
moinnin	  idea',	  joka	  oli	  omaksuWu	  Pythonilla	  ohjelmoitaessa,	  oli	  varsin	  hyvin	  siirreWä-­‐
vissä	  eteenpäin,	  ja	  opiskelijoilla	  oli	  hyvin	  valmiuksia	  oppia	  Javaan	  liiWyvät	  erikoi-­‐
suudet,	  ja	  Pythonista	  puuWuvat	  'oikean'	  kielen	  ominaisuudet	  (tai	  rasiWeet,	  näkökul-­‐
masta	  riippuen).	  
Tutkimuksessa	  tulee	  selkeäsV	  esille	  kogniVivisen	  kuorman	  ja	  oppimisen	  välinen	  
yhteys.	  Javan	  opeWelu	  ensimmäisenä	  ohjelmoinVkielenä	  voi	  oleWaa	  olevan	  selkeäsV	  
kogniVivisesV	  kuormiWavampaa.	  Kun	  kuorma	  sovitetaan	  paremmin	  oppijan	  kykyihin	  
ja	  valmiusasteeseen,	  on	  oppiminen	  tehokkaampaa.	  Tämä	  heijastuu	  suoraan	  tuoWa-­‐
vuuteen.	  Tutkimuksen	  perusteella	  ei	  ainakaan	  ole	  perusteita	  aloiWaa	  ohjelmoinnin	  
opiskelua	  teollisuuskielellä,	  mikä	  varsinkin	  ammaXkorkeakouluissa	  on	  'yritysyhteen-­‐
sopivuuden'	  takia	  yleistä.	  
4.3 Ohjelmoinnin opetuksen ongelmia
Oppimisen	  ongelmat	  voivat	  johtua	  osiWain	  siitä,	  eWä	  opiskelijat	  eivät	  alkuvaiheessa	  
pysty	  vielä	  ymmärtämään,	  mistä	  ohjelmoinnissa	  on	  lopulta	  kyse.	  Opiskelijat	  helposV	  
erehtyvät	  luulemaan,	  eWä	  ohjelmoinV	  rajoiWuu	  ohjelman	  kirjoiWamiseen.	  Syytä	  ei	  
välWämäWä	  kannata	  etsiä	  opiskelijoista,	  vaan	  monesV	  kyse	  on	  ohjelmoinVkurssien	  
sisällön	  suunniWelusta	  –	  niillä	  keskitytään	  ohjelmien	  tuoWamiseen	  ja	  kielen	  opiske-­‐
luun.	  Sama	  näkökulma	  on	  usein	  myös	  alan	  oppikirjoissa.	  Muut	  ohjelmoinVin	  liiWyvät	  
taidot	  opiskelijan	  oletetaan	  oppivan	  ikään	  kuin	  'siinä	  sivussa'.
Analogiana	  voisi	  ajatella	  vieraan	  kielen	  oppimista	  koulussa.	  Jos	  kieltä	  harjoiteltaisiin	  
vain	  kirjoiWamalla,	  ja	  jäteWäisiin	  lukeminen	  ja	  puhuminen	  pois,	  voisi	  kielen	  opetuksen	  
ajatella	  olevan	  vajavaista.	  Vaikkakin	  analogian	  voi	  helposV	  havaita	  jossain	  kohV	  
ontuvan,	  on	  se	  kuitenkin	  joiltain	  osin	  varsin	  osuva.	  Myös	  ohjelmoinVkielissä	  on	  
ohjelman	  tuoWamisen	  todeWu	  vaaVvan	  erilaisia	  kogniVivisia	  taitoja	  kuin	  ohjelman	  
ymmärtämisen	  ja	  lukemisen.	  Ohjelman	  ymmärtämiseen	  liiWyvät	  taidot	  auWavat	  
huomaWavasV	  virheiden	  jäljityksessä	  ja	  suorituskyvyn	  analysoinnissa.
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OhjelmoinVkurssilla	  pitäisi	  tuoda	  esille	  koko	  kuviossa	  5	  (sivu	  20)	  esiteWy	  kokonaisuus	  
tavalla	  tai	  toisella.	  Harjoitusten	  pitäisi	  kehiWää	  paitsi	  ohjelman	  kirjoitustaitoa,	  myös	  
suunniWelu,	  arvioinV-­‐	  ja	  lukutaitoa	  sekä	  virheiden	  jäljitystä.	  
Usein	  kursseilla	  opeWaja	  tarjoaa	  tehtävistä	  malliratkaisut.	  Tämä	  on	  perusteltua	  mm.	  
siksi,	  eWä	  oppilaat	  etenevät	  eri	  tahVa	  eivätkä	  kaikki	  ehdi	  tehdä	  kaikkia	  anneWuja	  
tehtäviä.	  Valmiista	  ratkaisusta	  puuWuu	  kuitenkin	  se	  ajaWeluprosessi,	  jolla	  ratkaisuun	  
pääsVin.	  AjaWeluprosessi,	  ratkaisun	  saavuWamisen	  strategia	  on	  kuitenkin	  se	  tärkein	  
osa	  lopullista	  ratkaisua.	  Sen	  ymmärtäminen	  auWaa	  pääsemään	  ratkaisun	  alkuun	  
seuraavissakin	  tehtävissä.	  Jos	  ei	  koskaan	  pakota	  itseään	  epämukavuusalueelle	  pohV-­‐
maan	  itsenäisesV	  ratkaisua	  vaan	  odoWaa	  malliratkaisua,	  oppiminen	  jää	  tapahtumaWa.	  
Ulkoa	  opiskelusta	  ei	  ole	  ohjelmoinnissa	  mitään	  hyötyä.
Malliratkaisun	  antaa	  myös	  opiskelijalle	  mielikuvan,	  eWä	  ohjelma	  on	  syntynyt	  kertakir-­‐
joiWamalla.	  Tämä	  mielikuva	  on	  täysin	  vääristynyt.	  Todellisuudessa	  kaikki	  ohjelmat	  
tehdään	  enemmän	  tai	  vähemmän	  inkrementaalisen	  metodin	  kauWa	  eli	  aloiWamalla	  
yksinkertaisesta	  rungosta,	  ja	  siWen	  täydentämällä	  ja	  lisäämällä	  ohjelmaan	  ominai-­‐
suuksia.	  Malliratkaisussa	  jää	  siis	  paitsi	  ratkaisustrategia,	  myös	  ohjelman	  todellinen	  
kirjoitusprosessi	  havainnollistamaWa.
Lisäksi	  opetuksen	  suunniWelussa	  olisi	  huomioitava,	  eWä	  kurssilla	  opetetaan	  ohjel-­‐
moinVa,	  ei	  ohjelmoinVkieltä.	  Kieli	  on	  vain	  työkalu	  ohjelman	  toteuWamiseen.	  
Opetuksen	  pitää	  auWaa	  opiskelijaa	  luomaan	  yleisiä	  ongelmanratkaisumalleja	  eikä	  
pelkästään	  spesiﬁsiä	  VeWyyn	  kieleen	  sidoWuja	  malleja.
4.4 Opetusmenetelmistä
4.4.1 Kognitiivinen oppipoikamalli
KogniVivinen	  oppipoikamalli	  (cogniVve	  apprenVceship)	  yriWää	  tuoda	  eksperXen	  
taidot	  esille	  opetuksessa.	  Siinä	  keskitytään	  niihin	  prosesseihin,	  joita	  eksperVt	  käyt-­‐
tävät	  monimutkaisia	  tehtäviä	  suoriWaessaan.	  Kuten	  nimikin	  viiWaa	  siinä	  keskitytään	  
kogniVivisten	  tai	  metakogniVivisten	  prosessien	  oppimiseen	  eksperVn	  opastuksen	  
kauWa	  (Caspersen	  ym.	  2007).	  Menetelmään	  kuuluu	  olennaisesV	  esimerkkien	  läpi-­‐
käynV	  (worked	  examples).	  Ero	  malliratkaisuihin	  on	  se,	  eWä	  esimerkkiä	  käsiteltäessä	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käydään	  läpi	  myös	  itse	  ongelmaratkaisuprosessi.	  
Esimerkkien	  läpikäynV	  on	  oleellista	  	  opetuksessa,	  jossa	  pyritään	  jonkin	  taidon	  omak-­‐
sumiseen.	  Ohjelmoinnin	  opetuksessa	  järjestely	  voi	  olla	  esimerkiksi	  se,	  eWä	  opeWaja	  
ratkaisee	  ongelman	  ryhmän	  edessä,	  käyWäen	  Vetokoneeseen	  liiteWyä	  videotykkiä,	  	  ja	  
seliWää	  samalla	  oman	  ajatusprosessinsa	  etenemisen	  (ns.	  'live	  coding')	  (Boyer	  ym.	  
2008).	  OpeWajan	  johtamana	  toimintona	  tällä	  on	  suora	  yhteys	  oppimistavoiWeisiin.	  
Kun	  läpikäynV	  toistuu	  riiWävän	  moneen	  kertaan,	  opiskelijat	  pystyvät	  'matkimaan'	  
prosessia	  ja	  ratkomaan	  itsenäisesV	  vastaavia	  ongelmia.	  Toisaalta	  lähestymistavassa	  
on	  se	  ongelma,	  eWä	  esimerkin	  	  läpikäynnissä	  toistetaan	  opeWajan	  (tai	  oppikirjan)	  
omaksumia	  ajatusrakennelmia.	  Opiskelijat	  eivät	  välWämäWä	  omaksu	  itsenäistä	  ajaWe-­‐
lutapaa	  vaan	  oppivat	  matkimalla	  ja	  käyWämään	  analogioita.	  
Gaspar	  ym.	  (2009)	  kehiXvät	  mallia	  eteenpäin	  siirtymällä	  opeWajan	  demonstraaVosta	  
opiskelijoiden	  demonstraaVoon.	  Tällöin	  ohjauksen	  näkökulma	  muuWuu	  siten,	  eWä	  
opeWajan	  ajatusrakennelmien	  sijaan	  käsitellään	  opiskelijoiden	  ajatusprosessia.	  Näin	  
päästään	  selvemmin	  oppimisen	  ongelmakohVen	  jäljille.	  OpetusVlannejärjestely	  voi	  
olla	  esim.	  sellainen,	  eWä	  yksi	  opiskelijoista	  (tai	  pari)	  ratkaisee	  ongelman	  opeWajan	  
ohjauksella.	  Oppilaan	  monitori	  heijastetaan	  taululle,	  josta	  muut	  voivat	  seurata	  
ratkaisun	  kulkua.	  Varsinkin	  aivan	  vasta-­‐alkajien	  kanssa	  tämä	  vaaVi	  herkkää	  oteWa,	  ja	  
voi	  olla	  aikaa	  vievää.	  Myös	  muiden	  opiskelijoiden	  saaminen	  mukaan	  prosessiin	  voi	  
olla	  haaste.	  	  Vaihtoehtoinen	  tapa	  onkin	  antaa	  koko	  ryhmän	  etsiä	  ratkaisua	  jonkin	  
aikaa	  (yksiWäin	  tai	  pareina),	  ja	  palata	  siWen	  yhteen	  ratkaisuun	  ja	  sen	  syntyprosessiin	  
tarkemmin,	  jolloin	  muillakin	  opiskelijoilla	  kuin	  ratkaisun	  tekijällä	  tulisi	  olla	  anneWavaa	  
keskusteluun.	  
Jälkimmäinen	  menetelmä	  on	  ollut	  hieman	  toisenlaisessa	  muodossa	  yliopistoissa	  
käytössä	  jo	  vuosikymmeniä.	  Luento-­‐opetukseen	  on	  kuulunut	  kiinteänä	  osana	  harjoi-­‐
tustehtävät.	  Opiskelijat	  ratkaisevat	  tehtävät	  omalla	  ajallaan	  (yksin	  tai	  vapaasV	  
ryhmäytyen)	  	  ja	  ne	  käsitellään	  viikoWaisissa	  pienryhmäkokoontumisissa.	  Kunkin	  
tehtävän	  ratkaisun	  esiWelee	  yksi	  opiskelijoista	  vuorollaan.	  AMK-­‐opetuksessa	  opiskeli-­‐
joiden	  demonstraaVoille	  voi	  olla	  vaikeampi	  löytää	  aikaa	  rajallisen	  opetusajan	  takia.	  
Opiskelijoilla	  on	  oltava	  ensi	  itsenäistä	  aikaa	  ongelman	  ratkaisuun	  ja	  siWen	  vielä	  vähin-­‐
tään	  sama	  aika	  ratkaisun	  läpikäynVin.	  Ratkaisevaa	  lähestymistavassa	  kuitenkin	  on,	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eWä	  käsitellään	  opiskelijan	  omia	  ratkaisuja	  ja	  ennen	  kaikkea,	  miten	  ratkaisu	  on	  synty-­‐
nyt.	  Ohjelmoinnissa,	  jos	  missä,	  pitää	  paikkansa	  vanha	  sanonta	  	  'virheistä	  oppii'.	  	  Alku-­‐
vaiheessa	  epäonnistumisen	  ja	  virheiden	  pelko	  on	  yleensä	  suuri,	  josta	  syystä	  oman	  
ratkaisun	  esiWely	  voi	  olla	  vaikeaa	  ja	  tuntua	  epämiellyWävältä.	  EpämiellyWävät	  tunteet	  
toimivat	  oppimisen	  esteenä.	  
Muistan	  itse	  omilta	  opiskeluajoiltani	  kuinka	  vaikeaa	  oman	  ratkaisun	  esiWäminen	  
alussa	  oli.	  Silloin	  käyteXin	  piirtoheiXmiä	  ja	  säästösyistä	  vesiliuokoisia	  tusseja,	  koska	  
kalvoja	  haluXin	  kierräWää.	  	  Itselläni	  ei	  oman	  ratkaisun	  esiWäminen	  ollut	  sinänsä	  	  ollut	  
ongelma,	  vaan	  ratkaisun	  kirjoiWaminen	  piirtoheiXmelle.	  VasenkäVsyys	  ja	  vesiliukoiset	  
tussit	  ovat	  huono	  yhdistelmä.	  
Gaspar	  ym.	  (2009)	  ehdoWaa,	  eWä	  koko	  tunVopetus	  tulisi	  rakentaa	  esimerkkien	  läpi-­‐
käynnissä	  opiskelijoilta	  kertyvän	  aineiston	  pohjalta,	  koska	  menetelmä	  tuo	  esille	  
virheet	  ajatusrakenteissa	  aikaisessa	  vaiheessa	  ja	  ensiluokkaista	  Vetoa	  oppimisen	  
esteistä.	  Asioiden	  teoreeXnen	  läpikäynV	  tulisi	  painoWua	  näin	  havaiWuihin	  ongelma-­‐
kohVin	  ja	  samoin	  uusien	  tehtävien	  tulisi	  vahvistaa	  havaiWua	  puuWeellista	  Vetämystä.	  
Caspersen	  (2007)	  antaa	  paljon	  vinkkejä,	  miten	  läpikäytävät	  esimerkit	  tulisi	  suunni-­‐
tella.
4.4.2 Testivetoinen kehitys
TesVvetoinen	  kehitys	  (test-­‐driven	  development,	  TDD)	  on	  ohjelmistokehitysmene-­‐
telmä,	  jossa	  ennen	  jonkin	  ominaisuuden	  toteuWamista	  luodaan	  ominaisuuteen	  liit-­‐
tyvät	  tesVtapaukset	  vaaVmusmääriWelyn	  pohjalta,	  ja	  vasta	  sen	  jälkeen	  toteutetaan	  
itse	  ohjelma.	  Jälkikäteen	  toteuteWava	  ohjelma	  tai	  ominaisuus	  on	  vasta	  siWen	  toimiva,	  
kun	  se	  läpäisee	  tehdyt	  tesVt.	  
Opetuksessa	  TDD:tä	  voi	  soveltaa	  monin	  tavoin.	  OpeWaja	  voi	  alkuun	  toteuWaa	  tesVt,	  ja	  
opiskelija	  voi	  käyWää	  niitä	  oman	  ohjelmansa	  testaamiseen.	  Menetelmä	  mahdollistaa	  
jopa	  tehtävien	  automaaXsen	  arvioinnin	  (Edwards	  2003).	  Opiskelija	  saa	  suoran	  
palauWeen	  ohjelmansa	  valmiusasteesta,	  ja	  voi	  sen	  perusteella	  jatkaa	  kehitystä.	  Kogni-­‐
Viviselta	  kannalta	  menetelmä	  auWaa	  opiskelijaa	  kehiWämään	  omia	  mentaalimallejaan	  
valmiin	  ratkaisun	  toistamisen	  sijaan.	  OpeWaja	  ei	  korjaa	  virheWä	  suoraan	  tai	  osoita	  
virheellistä	  kohtaa	  koodissa,	  vaan	  oppilaan	  on	  se	  itse	  löydeWävä.	  Tämä	  kehiWää	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virheenjäljitystaitoja.	  Menetelmä	  myös	  opeWaa	  siihen	  ajaWelumalliin,	  eWä	  ohjelmat	  
on	  testaWava,	  ja	  vasta	  kunnolla	  testaWu	  ohjelma	  on	  valmis.
Gaspar	  ym.	  (2009)	  on	  käyWänyt	  TDD	  yhteistoiminnalliseen	  oppimiseen.	  Tehtävät	  
ratkaisVin	  pareiWain.	  Parista	  kumpikin	  toteuX	  tehtävään	  liiWyvät	  tesVt	  ja	  itse	  tehtä-­‐
vän.	  Tämän	  jälkeen	  kumpikin	  testasi	  parinsa	  tekemän	  ohjelman	  itse	  toteuWamallaan	  
tesVjoukolla.	  Havaitut	  virheet	  kirjaXin	  ja	  kukin	  parista	  korjasi	  itse	  virheensä	  koodissa.	  
Menetelmää	  iteroiVin	  kunnes	  molemmat	  ohjelmat	  läpäisivät	  tesVt.	  Parit	  eivät	  etsi-­‐
neet	  tai	  korjanneet	  virheitä	  suoraan	  toisen	  koodista	  vaan	  tesVen	  kauWa,	  jolloin	  
korjaaminen	  jäi	  ohjelman	  toteuWajan	  tehtäväksi.	  	  
TDD:n	  soveltaminen	  vaaVi	  opeWajalta	  syvällistä	  paneutumista.	  Kollanus	  &	  Isomöt-­‐
tönen	  (2008)	  toteavat,	  eWä	  menetelmä	  pitää	  opeWaa	  tarkasV	  jopa	  myös	  usean	  
vuoden	  jo	  opiskelleille.	  Menetelmä	  kuulostaa	  varsin	  työläältä	  ja	  vaaVi	  jo	  jonkinlaista	  
perusohjelmoinVtaitoa	  jo	  pelkästään	  tesVen	  toteuWamisen	  kohdalta.	  TesVen	  teke-­‐
minen	  on	  lisätyö,	  joka	  kuormiWaa	  enVsestään	  työläitä	  harjoituksia.	  	  Etukäteisvalmiste-­‐
lulla	  voidaan	  opiskelijan	  kuormaa	  helpoWaa.	  Proulx	  (2010)	  on	  soveltanut	  TTD:tä	  
usean	  vuoden	  ensimmäisillä	  ohjelmoinVkursseilla,	  ja	  on	  toteuttanut	  tesVen	  tekemi-­‐
seen	  oman	  luokkakirjaston	  opiskelijoiden	  käyWöön.	  
4.4.3 Pariohjelmointi
PariohjelmoinV	  on	  menetelmä,	  jossa	  kaksi	  ohjelmoijaa	  työskentelee	  yhden	  näppäi-­‐
mistön	  ja	  hiiren	  kanssa.	  Pari	  noudaWaa	  määräWyjä	  rooleja.	  Toinen	  on	  ’kuski’	  (driver),	  
jonka	  tehtävänä	  on	  käyWää	  näppäimistöä	  ja	  hiirtä,	  ja	  on	  siten	  vastuussa	  varsinaisesta	  
ohjelman	  kirjoiWamisesta	  koneelle.	  Toinen	  parista	  on	  ’karWuri’	  (navigator).	  KarWuri	  
osallistuu	  ohjelman	  kehiWämiseen	  sanallisin	  keinoin.	  KarWuri	  voi	  olla	  esim.	  
’tarkastaja’,	  jolloin	  hän	  tarkkailee	  koodia	  ja	  sen	  oikeellisuuWa.	  KarWuri	  voi	  olla	  myös	  
’esimies’,	  jolloin	  hän	  työskentelee	  hieman	  korkeammalla	  abstrakVotasolla	  tehden	  
esim.	  ohjelman	  rakenteeseen	  kuuluvia	  päätöksiä	  ollen	  koko	  ajan	  ajatuksissa	  hieman	  
kuskia	  edellä.	  Työnjako	  riippuu	  parin	  keskinäisestä	  sopimuksesta	  ja	  esim.	  aikaisem-­‐
masta	  kokemuksesta.	  Rooli	  voi	  vaihtua	  hyvinkin	  Vuhaan,	  jolloin	  näppäimistö	  vaihtaa	  
käyWäjäänsä	  usein,	  tai	  roolit	  voivat	  olla	  kutakuinkin	  kiinteät.	  Ohjelma	  syntyy	  kahden	  
henkilön	  kommunikaaVon	  ja	  yhteisvaikutuksen	  tuloksena.
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Menetelmänä	  pariohjelmoinnin	  lähtökohdat	  ovat	  teollisuudessa,	  jossa	  sitä	  on	  
hyödynneWy	  muodossa	  tai	  toisessa	  jo	  vuosikymmeniä.	  ErityisesV	  vaikeiden	  ongelma-­‐
kohVen	  ratkaisussa	  se	  on	  ollut	  luonteva	  tapa	  työskennellä.	  Varsinaiseen	  suosioon	  
pariohjelminV	  nousi	  keWerien	  menetelmien	  yleistymisen	  myötä	  1990-­‐luvulla.	  
(Williams	  2008).	  	  Tutkimuksissa	  on	  havaiWu	  parin	  käyWävän	  tehtävien	  suoriWamiseen	  
tunteina	  hieman	  enemmän	  aikaa	  (4-­‐15%),	  muWa	  toisaalta	  yksiWäisen	  tehtävän	  
suoriWamiseen	  kuluva	  aika	  saadaan	  lähes	  puoliteWua,	  ja	  myöskin	  lopputulos	  on	  yksin	  
tehtyä	  laadukkaampi	  ja	  sisältää	  vähemmän	  virheitä.
Opetuksessa	  menetelmä	  on	  kiinnostava	  varsinkin	  sen	  yhteistoiminnallisen	  aspekVn	  
takia.	  Yhteistoiminnallisuus	  ja	  Vimityöskentely	  ovat	  usein	  kriiXnen	  tekijä	  työelämä-­‐
taidoissa	  nykypäivänä.	  Menetelmä	  kannustaa	  yhteistyöhön	  toisten	  opiskelijoiden	  
kanssa	  ja	  se	  helpoWaa	  vertaistuen	  käyWöä	  tehtävien	  ratkaisemisessa.	  
Parien	  muodostaminen	  on	  menetelmässä	  ratkaisevassa	  osassa.	  Parien	  valinta	  
vapaasV	  ei	  ole	  välWämäWä	  paras	  vaihtoehto,	  vaan	  parit	  kannaWaa	  muodostaa	  etukä-­‐
teisarvioinnin	  perusteella.	  (Williams	  2008).	  Valintakriteerinä	  voi	  käyWää	  joko	  opiskeli-­‐
joiden	  taitotasoa,	  jolloin	  parien	  tulisi	  olla	  tasoltaan	  suurin	  piirtein	  samanlaiset.	  Toinen	  
vaihtoehto	  on	  valita	  työmoraaliltaan	  samantasoiset	  parit.	  ArvioinVin	  riiWää	  periaat-­‐
teessa	  yksi	  kysymys,	  jossa	  opiskelijaa	  pyydetään	  vastaamaan	  asteikolla	  1–9,	  kuinka	  
paljon	  hän	  on	  valmis	  tekemään	  työtä	  tehtävänantojen	  eteen.	  Vastaus	  1	  vastaa	  vaihto-­‐
ehtoa	  'juuri	  ja	  juuri	  läpäisten'	  ja	  9	  on	  'haluan	  parhaan	  mahdollisen	  arvosanan'.	  Parin	  
tulisi	  vaihtaa	  rooleja	  riiWävän	  usein	  ja	  jopa	  dynaamisesV	  oppitunVen	  aikana.	  Sama	  
pari	  tulisi	  säilyWää	  aina	  kunkin	  tehtävänannon	  ajan	  ja	  vähintään	  1–3	  viikkoa.
Kokeilin	  itse	  pariohjelmoinVa	  opetusharjoiWeluryhmässäni.	  Kokeilu	  oli	  hyvin	  suppea,	  
koska	  ryhmässäni	  oli	  vain	  kuusi	  opiskelijaa,	  joista	  kaksi	  alunperinkin	  halusi	  työsken-­‐
nellä	  yksin.	  Jäljelle	  jääneestä	  kahdesta	  parista	  molemmat	  halusivat	  siirtyä	  yksin	  työs-­‐
kentelyyn	  kurssin	  puolivälissä.	  Päällimmäisenä	  syynä	  oli,	  eWä	  karWurina	  toimessa	  
oppiminen	  koeXin	  vähäiseksi,	  oppiminen	  liiWyi	  työskentelyyn	  näppäimistöllä.	  Tähän	  
pidän	  suurimpana	  syynä	  riiWämätöntä	  perehdytystä	  menetelmään.	  Kuten	  edellä	  
todeXin	  TDD-­‐menetelmän	  yhteydessä,	  opiskelijat	  tulisi	  perehdyWää	  uuteen	  opetus-­‐
menetelmään	  huolella,	  ja	  myös	  seurata	  miten	  opiskelijat	  oikeasV	  menetelmää	  sovel-­‐
tavat.	  Lisäksi	  aiemmin	  omaksutut	  työskentelytavat	  voivat	  olla	  esteenä	  uuden	  oppimi-­‐
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selle.	  Oppilaitoksen	  opetuskulWuuri	  oli	  harjoiWelutapauksessani	  hyvin	  erilainen,	  ja	  
ohjelmoinVkursseilla	  tehtävät	  tehVin	  pääsääntöisesV	  yksin.	  Myös	  oppilaitoksen	  omat	  
opeWajat	  suhtautuivat	  kokeiluun	  hieman	  epäillen.	  Suurin	  huolenaihe	  tuntui	  olevan	  
vapaamatkustajat,	  jotka	  hankkisivat	  arvosanan	  parinsa	  kustannuksella.
Esimerkiksi	  Mentz	  ym.	  (2008)	  sisällyXvät	  pariohjelmoinVkokeiluunsa	  viisi	  selkää	  
yhteistoiminnallisen	  oppimisen	  periaateWa.	  	  Näiden	  periaaWeiden	  selkeä	  julkituo-­‐
minen	  työskentelyn	  alussa	  ja	  toteuWamisen	  valvonta	  paransivat	  kirjoiWajien	  mukaan	  
kokeilun	  tulosta	  verraWuna	  aikaisempiin	  tutkimuksiin.	  Oppilaat	  tunsivat	  parityösken-­‐
telyn	  mielekkäämmäksi	  eikä	  esim.	  ongelmaa	  'epäreilujen'	  arvosanojen	  antamisesta	  
esiintynyt	  lainkaan.	  Yhteistoiminnallisen	  oppimisen	  periaaWeet	  olivat
1. PosiVivinen	  riippuvuus:	  Parin	  molempien	  osapuolien	  tulisi	  ymmärtää,	  eWä	  he	  
voivat	  onnistua	  ainoastaan	  yhdessä.	  Kummankin	  tulisi	  ymmärtää	  roolinsa	  ja	  
myös	  hallita	  roolien	  vaihto.	  Parille	  tulisi	  myös	  tehdä	  selväksi,	  eWä	  työtä	  arvos-­‐
tellaan	  ja	  arvostelukriteerien	  tulee	  olla	  selvillä.
2. LuoWamus	  yksilöön:	  Kummankin	  osapuolen	  tulee	  osallistua	  työhön	  yhtäläi-­‐
sesV.	  Yksilöllisen	  osallistumisen	  asteWa	  tulee	  pystyä	  arvioimaan,	  esimerkiksi	  
kummankin	  parin	  jäsenen	  tulisi	  pystyä	  kirjoiWamaan	  toteuteWu	  ohjelma	  
tehtävän	  jälkeen	  myös	  yksin.	  Mikäli	  se	  ei	  onnistu,	  on	  toisen	  osallistuminen	  
ollut	  selväsV	  heikompaa	  kuin	  toisen.
3. Kasvokkain	  työskentely:	  Parin	  tulee	  työskennellä	  fyysisesV	  lähekkäin,	  jolloin	  
mahdollistetaan	  aito	  yhteistoiminta.	  
4. Sosiaalisten	  taitojen	  kehiWäminen:	  Parin	  jäsenten	  tulisi	  kommunikoida	  sään-­‐
nöllisesV	  ja	  jatkuvasV	  (tehtävän	  suoriWamisen	  aikana)	  toistensa	  kanssa.	  Vain	  
näin	  he	  voivat	  kehiWää	  keskinäistä	  luoWamusta,	  antaa	  oikeaa	  kriVikkiä	  toisella	  
ja	  myös	  oppia	  sietämään	  toisen	  kriVikkiä.	  Kommunikoimalla	  voi	  tuoda	  esille	  
myös	  uusia	  ideoita,	  kannustaa	  kokeilemaan	  ja	  muotoilla	  ongelmanratkaisuja.	  
JoWa	  taidot	  kehiWyvät	  tasaisesV,	  tulisi	  parin	  jäsenten	  vaihtaa	  rooleja	  jatku-­‐
vasV.
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5. ReﬂektoinV:	  Parin	  tulisi	  seurata	  kehitystään	  säännöllisesV,	  ja	  mieXä	  miten	  
suoritusta	  voisi	  vielä	  parantaa.	  Ohjaajan	  olisi	  hyvä	  osallistua	  tällaiseen	  itsear-­‐
vioinVin	  antaen	  omaa	  palauteWa	  ja	  ohjausta.
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5 POHDINTA
“Everyone can be taught to sculpt: Michelangelo would have had to be 
taught how not to. So it is with the great programmers.”
Alan J. Perlis, 1982
AseVn	  alussa	  itselleni	  tavoiWeeksi	  ymmärtää,	  miten	  ohjelmoinV	  opitaan	  ja	  miten	  sitä	  
tulisi	  opeWaa.	  Pääsinkö	  tavoiWeeseeni?	  Tuskin,	  sillä	  mitään	  lopullista	  totuuWa	  asiassa	  
ei	  ole	  olemassakaan.	  MuWa	  hieman	  salaisuuden	  verhoa	  tunnen	  pystyneeni	  raoWa-­‐
maan.
Alussa	  totesin,	  eWä	  kaikki	  oppiminen	  tapahtuu	  jossain	  oppimisympäristössä,	  ja	  sen	  
muotoutumiseen	  sekä	  opiskelijat	  eWä	  opeWajat	  vaikuWavat.	  	  Ohjelmoinnin	  oppiminen	  
tuntuu	  kuitenkin	  tutkimusten	  valossa	  olevan	  hyvin	  henkilökohtainen	  prosessi.	  Tämä	  
johtunee	  toisaalta	  aihepiirin	  abstrakVsta	  luonteesta	  ja	  toisaalta	  myös	  ohjelmoinVin	  
liiWyvästä	  välineestä,	  Vetokoneesta.	  Tietokoneiden	  käyWöliiWymät	  on	  suunniteltu	  
ennemmin	  henkilökohtaisiksi	  kuin	  kollaboraVivisiksi.	  	  
MoVvaaVotekijät	  ovat	  keskeisessä	  asemassa	  oppimisen	  kannalta,	  ja	  opeWajalla	  on	  
keskeinen	  rooli	  moVvaaVon	  luojana.	  Toisaalta	  voi	  ajatella,	  eWä	  jo	  jollekin	  alalle	  hakeu-­‐
tuminen	  ja	  kiinnostus	  alaan	  osoiWaa	  VeWyä	  sisäistä	  moVvaaVota.	  Ehkä	  opeWajan	  rooli	  
onkin	  ennemmin	  olla	  sammuWamaWa	  orastavaa	  kiinnostusta.	  Tässä	  astuu	  kuvaan	  
opetuksen	  suunniWelu	  siten,	  eWä	  opetus	  ei	  ole	  liian	  kuormiWavaa,	  muWa	  kuitenkin	  
liikutaan	  opiskelijan	  kannalta	  sopivasV	  'lähikehityksen	  vyöhykkeellä'.	  	  OhjelmoinV	  ei	  
siinä	  mielessä	  juuri	  eroa	  muista	  aloista.	  Koska	  kaikki	  opiskelijat	  ovat	  yksilöitä,	  tulisi	  
opeWajan	  tunnistaa	  opiskelijan	  itsesäätelyn	  taso	  ja	  osata	  säädellä	  omaa	  ohjaustaan	  
sen	  mukaan.	  
Varsin	  monet	  läpikäymäni	  tutkimusraporVt	  totesivat	  yhtä	  kantaa,	  eWä	  ohjelmoinnin	  
oppiminen	  on	  vaikeaa,	  jatkaen	  samaan	  hengenvetoon,	  eWä	  ohjelmoinnin	  opeWa-­‐
minen	  on	  yhtä	  lailla	  vaikeaa.	  	  OpeWajan	  kannalta	  on	  tärkeää	  tuntea	  ohjelmoinnin	  eri	  
osa-­‐alueet,	  ja	  suunnitella	  opetuksensa	  siten,	  eWä	  kurssilla	  harjoitetaan	  kaikkia	  alueita.	  
Oppimisympäristöön	  liiWyvillä	  valinnoilla,	  esimerkiksi	  ohjelmoinVkieli	  ja	  ohjelmakehi-­‐
tysympäristö,	  voidaan	  vaikuWaa	  kogniViviseen	  kuormaan,	  ja	  välWää	  ylikuormitusta	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opintojen	  alkuvaiheessa.	  
Ohjelmistoala	  elää	  jatkuvassa	  kehityksessä	  ja	  siitä	  syystä	  alalla	  työskentelevät	  ovat	  
armoiteWuja	  elinikäisiä	  oppijoita	  –	  halusivat	  sitä	  tai	  eivät.	  Yritysmaailmakin	  joutuu	  
painiskelemaan	  työntekijöidensä	  kouluWamisen	  kanssa.	  UuWa	  on	  opiWava	  ja	  samalla	  
tehtävä	  työ	  tehokkaasV.	  Useimmiten	  työ	  opeWaa	  parhaiten.	  Siksi	  työelämään	  tarvi-­‐
taan	  oppimisvalmiita	  työntekijöitä.
Tästä	  syystä	  ohjelmistoalalla	  kehitetään	  paljon	  erilaisia	  käytäntöjä	  ja	  menetelmiä,	  
joista	  jotkut	  löytävät	  Vensä	  yritysmaailmasta	  koulumaailmaan	  opetusmenetelmiksi.	  
Tällaisia	  ovat	  mm.	  edellä	  käsitellyt	  pariohjelmoinV	  ja	  tesVvetoinen	  kehitys.	  Näiden	  
menetelmien	  käyWö	  opetuksessa	  on	  työelämälähtöisyyWä	  parhaimmillaan,	  kun	  
samalla	  opitaan	  työelämän	  hyväksi	  havaiWuja	  käytäntöjä.	  	  Samalla	  voidaan	  opetuk-­‐
seen	  tuoda	  yhteistoiminnallisuuWa,	  joka	  on	  tärkeä	  taito	  työelämässä.
Työ	  on	  opiskelujen	  aikanakin	  paras	  opeWaja.	  Ilman	  jatkuvaa	  käytännön	  harjoiWelua	  ja	  
itse	  tehtyjä	  harjoituksia	  ei	  ohjelmoinVa	  opi	  kukaan.	  Pintasuuntautuneella	  ulkoaoppi-­‐
miseen	  tähtäävällä	  opiskelustrategialla	  ei	  kovin	  pitkälle	  pääse.	  Suuri	  haaste	  opiske-­‐
lujen	  alkuvaiheessa	  onkin	  saada	  opiskelijat	  omaksumaan	  se	  tarkkuuden	  ja	  syste-­‐
maaXsuuden	  taso,	  jonka	  ohjelmoinV	  ja	  sen	  opiskelu	  vaaVi.
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