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　 height　 Pararell 平行にする
　Orthogonal 垂直にする
　 LengthX 　 X座標の長さを固定する
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並行制約プログラミング (concurrent constraint programming)は、宣言的で並
行なモデルを持ったプログラミングの枠組みである。並行制約プログラミング言
語は論理的関係についての記述からなる。














² if a then A
制約 aが充たされたならば、Aを実行する。










































A::=a j if a then A j new X in A j A,A j if a else A
aは制約を表している。
if a then A、new X in Aは、上記と同様である。
² if a else A
制約 aが充たされない場合、Aを実行する。
＊if a else Aと if ¬ a then Aは異なる。前者は、制約ストアの最終状態が
制約 aを含まない場合、Aに遷移する。後者は、制約ストアの最終状態が
¬ aを含む場合、Aに遷移する。





























x(t+Δ t) = x(t) + (d1 + 2d2 + 2d3 + d4)
6
ただし、
d1 = f(x(t))Δ t








d4 = f(x(t) + (d3)Δ t
により求める方法である。以下はルンゲクッタ法の概念図である。














n¡1 + ::::+ an¡1x+ an = 0
のすべての根を求める方法としてベアストウ法がある。ベアストウ法は、対
象とする式を 2次式、
x2 + px+ q
と (n¡ 2)次式の積の形に変換することを繰り返して解く方法である。pと
q の値を決めるために、その初期値 p0と q0を与え、f(x)を x2+ p0x+ q0で
割った余りが 0になるように p0と q0を徐々に修正していく。具体的なアル
ゴリズムは以下に示す。
1. p0と q0を与え、k = 1とおく。
2. bi = ai ¡ pk¡1bi¡1 ¡ qk¡1bi¡2、ただし、i = 0; 1; :::; n
3. ci = bi ¡ pk¡1ci¡1 ¡ qk¡1ci¡2、ただし、i = 0; 1; :::; n
4. D = c2n¡2 ¡ cn¡3(cn¡1 ¡ bn¡1)
　　Δ p = (bn¡1cn¡2 ¡ bncn¡3)=D
　　Δ q = (bncn¡2 ¡ bn¡1(cn¡1 ¡ bn¡1))=D
5. もし、Δ p <ε、かつΔ q <εであれば、
　　A. 2次方程式 x2 + pk¡1 + qk¡1 = 0を解く。
　　B. b0; :::; bn¡2を新たに、a0; :::; an¡2とおき、n = n¡ 2とし、1へ戻る。
　　　ただし、n = 1または n¡ 2の場合は、その方程式を解く。
　　　そうでなければ、
　　A. pk = pk¡1 +Δ p
　　　　 qk = qk¡1 +Δ q









¤ hence Aと always Aについて
always A = A; hence A
8
Agents Propositions
a a holds now
if a then A if a holds now,then A holds now
if a else A if a will not hold now,then A holds now
new X in A there is an instance A[T=X] that holds now
A;B both A and B hold now
hence A A holds at every instant after now
always A A holds at every instant from now
表 2.1: ハイブリッド並行制約言語の構文









if y > 0 ||(y=0 && prev(y') > 0) then
y'' = -1.0
else if prev(y') < 0 then
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目的関数:¡x1 ¡ x2 →　最小
制約条件:3x1 + 2x2 ≦ 12
x1 + 2x2 ≦ 8





























目的関数: ¡x1 ¡ x2 → 最小
制約条件: 3x1 + 2x2 + x3 = 12
x1 + 2x2 + x4 = 8
x1 ≧ 0,x2 ≧ 0,x3 ≧ 0,x4 ≧ 0
この問題の二つの等式制約条件を満たす x = (x1; x2; x3; x4)T は無数に存在する
が、二つの変数を適当に選んでそれらを 0とおけば、残りの二つの変数の値は一
意的に定まる。そのようにして定まる xは等式制約条件を満たす特殊解であり、





解かどうかを調べる方法を述べる。基底変数 xBは非基底変数 xN を用いて、
xxB = B
¡1b ¡ B¡1NxN (1)
と表されるので、これを目的関数に代入すると、




¡1b + (cTN ¡ cTBB¡1N) xN (2)
となる。ただし、cBと cN はそれぞれ xBと xN に対応するベクトル cの要素から
なるベクトルである。ここで、ベクトル
π = (BT )¡1cB (3)
を定義する。πはシンプレックス乗数と呼ばれる。いま、
cTN ¡ πTN = cTN ¡ cTBB¡1N ≧ 0 (4)
が成り立つとする。そのとき、(2)式より、全ての実行可能解 xN ≧ 0のなかで
目的関数は xN = 0のとき最小値 cTx = cTBB¡1b(= πT b)をとるので、今考えて









まず、条件 (4)が成立していないので、(2)式における非基底変数 xN の係数ベク






¡1b ¡ B¡1akxk (5)
と変化させれば、制約条件Ax = bは満たされる。ただし、akは非基底変数 xkに
対応する行列Aの列を表す。さらに、
b0 = B¡1b,y = B¡1ak (6)
とおけば、非基底変数 xkを最大
Δ = min [b0i=yi j yi > 0(i = 1; :::;m)] (7)
まで増加させても、各変数に対する非負条件 x ≧ 0は保たれる。また、(5)式よ
り、xkの値をΔ間で増やしたとき、Δ = b0i=yi を満たす iに対応する基底変数の
値は 0になっているので、そのような基底変数と非基底変数 xkを入れ替えるピ






(0)初期実行可能基底解 (xB; xN) = (B¡1b; 0)を選ぶ。b0 = B¡1bとおく。
(1)シンプレックス乗数π = (BT )¡1cBを計算する。
(2)非基底変数の相対コスト係数 cj - πTajがすべて 0以上なら、最適基底解が得
　られているので計算終了。
(3)ベクトル y = B¡1akを計算する。
(4)ベクトル yに正の要素がなければ、問題は有界でないので計算終了。
　そうでなければ、(7)式のΔおよびΔ = b0i=yiなる iを求める。
(5)非基底変数 xkの値をΔ、それ以外の非基底変数の値を 0とおく。
15
　基底変数 xBの値を xB = b0 - Δ yとおく。
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　 getGoal() 　 ゴールの文字列を得る
表 3.2: HccConstraintのインスタンス変数とメソッド
リッド並行制約の処理は V.Gupta氏によるインタプリタ実装によって実行され






















































































図 4.2: 制約階層の利用例 (b)
4.1.1 制約階層の方式
制約階層とその解
制約階層Zは、レベル 0からレベル nまでの (n+1)個のレベルからなるベ
クトル
Z = (Z0; Z1; ::::; Zn)
であり、その各レベルZは、強さ kの制約をmk個含むベクトル
Zk = (ck;1; ck;2; ::::; ck;mk)





better は、制約階層 Z に従って２つの変数値ベクトル v; v0 の解としての
「良さ」を比べる述語であり、better(v; v0; Z)が真であることは、Zを充足













least¡ squares¡ better(v; v0; Z)
=∃ k∀ k0(k0 < k
⇒Σi(e(ck0;i; v))2 =Σi(e(ck0;i; v0))2
∧Σi(e(ck0;i; v))2 <Σi(e(ck0;i; v0))2








には、locally ¡ error¡ better(LEB)と locally ¡ predicate¡ better(LPB)
がある。LEBは，locally ¡metric ¡ betterとも呼ばれ、距離的誤差関数
を用いる。一方、LPBは誤差関数として、制約が正しく充足される場合に















required　 x1 = x2
strong　 x2 + 1 = x3
weak　 x1 = 0
weak　 x3 = 3





(0; 0; 1),(1; 1; 2),(2; 2; 3) ,(0:0:3)に対応するレベルの誤差を列挙する (例え
ば、(0; 0; 1)に対する weakレベルの誤差は、(v1 ¡ 0)2 + (v3 ¡ 3)2 = 4と
して計算される)。まず、(0,0,3)など、strongレベルの誤差が 0でない変数
値ベクトルは，他により良いものが存在するため、解になり得ない。また、
strongレベルの誤差がになる変数値ベクトルの中でも、(0; 0; 1)や (2; 2; 3)
などは、(1; 1; 2)より良くないため、解ではない。一方、S0(Z)のいかなる
要素も (1; 1; 2)より良くはない (実際に、v1 = v2かつ v2 + 1 = v3という条
件のもとで、v21 + (v3 ¡ 3)2を最小化することで確認できる) ことから、最
終的に、唯一の解 (1; 1; 2)からなる解集合 S(Z)が求められる。





(v1; v2; v3) strong weak
(0; 0; 1) 0 4
(1; 1; 2) 0 2
(2; 2; 3) 0 4








































minimize　wstrongf(ε1) + wweakf(ε2) + wweakf(ε3)
subject　 to　 x1 = x2
x2 + 1 = x3 +ε1
x1 = 0 +ε2















































































































































































































































































































String name = constraintElement.getAttribute(ATTR_NAME);
if (name == null || name == "") {















































４点に座標を固定する Pin制約 (幾何制約)と点同士を結ぶ Unify 制約 (幾
何制約)、囲壁の辺 bcにmove制約 (ハイブリッド並行制約)をかける。





pin ＜ move ＜ unify
上記のように、幾何制約とハイブリッド並行制約の優先度に持たせること
を考える。ある特定のボールが辺 bcに当たったときの辺 bcの動作を考察
する。辺 bcに pin(幾何制約) ＜ move(ハイブリッド並行制約) ＜ unify(幾
何制約)がかけられているので、辺 bcは四角形の形状を崩さずにある特定
のボールが当たる度に y軸方向に移動していくアニメーションになる。
図 7.1: 囲壁内を弾むボールと四角形 (pin ＜ move ＜ unify)
7.3.2 move ＜ pin ＜ unify
囲壁内を弾むボールと四角形のアニメーション例において辺 bcに以下のよ
うに制約をかける。







7.3.3 unify ＜ pin ＜ move
囲壁内を弾むボールと四角形のアニメーション例において辺 bcに以下のよ
うに制約をかける。







7.3.4 unify ＜ move ＜ pin
7.4 例:ドミノ倒し



























{ ステップ 4: ハイブリッド並行制約、幾何制約を充たしたサンプリング
データが生成されたならば、処理を終了する。












































[3] Borning A., Marriott K., Stuckey P., and Xiao Y.: Solving Linear
Arithmetic Constraints for User Interface Applications,
In Proceedings of the 1997 ACM Symposium on UIST, 1997, pp. 87{
96.
[4] Borning A., Duiserg R., Freeman-Benson., Kramer A.,and Woolf M.:
Constraint Hierarchies,
Proc. ACM OOPSLA, 1987, pp. 48{60.
[5] Borning A.,Freeman-Benson., : UltraViolet:A Constraint Satisfaction
Algorithm for Interactive Graphics Constraints,1998.
[6] Bjorn Carlson., Vineet Gupta.: An implementation of Hybrid CC.
Submitted for publication, April 1996
[7] Bjorn Carlson.,Vineet Gupta.:The hcc Programmer's Manual,1999
[8] Vineet Gupta.,Radha Jagadeesan.,Vijay Saraswat.,Daniel G Bobrow.:
Programming in hybrid constraint languages,1997.
[9] Vineet Gupta.,Radha Jagadeesan.,Vijay Saraswat.,Daniel G Bobrow.:
Computing with continuous change,
Technical report,Xerox Palo Alto Research Center,May 1995.
[10] 細部博史:モジュール機構を備えた幾何制約解消系,
WISS 2000.
[11] Scalable Vector Graphics1.1 Speci¯cation-Japanese translation.
http://www.hcn.zaq.ne.jp/




[13] SICStus Prolog Homepage,
http://www.sics.se/isl/sicstus.html.
[14] Hiroshi Hosobe:A Geometric Constraint Library for 3D Graphical Ap-
plications.
[15] Hiroshi Hosobe,Satoshi Matsuoka, and Akinori Yonezawa: Generalized
Local Propagation:A Framework for Solving Constraint Hierarchies.






[19] Alexander Bockmayr,Arnaud Courtois: Modeling biological systems
in hybrid concurrent constraint programming,LORIAUniversity Henri
Poincare Nancy,France.
[20] 大石進一:非線形解析入門,現代非線形科学シリーズ,コロナ社,1997.






[23] Erich Gamma : \Design Pattern", Addison-Wesley Publishing Com-
pany (1995).オブジェクト指向における再利用のためのデザインパター
ン, 本位田 真一, 吉田 和樹 監訳 (ソフトバンク, 1995).
48
