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Abstract 
We develop a routing algorithm for fault tolerant 2-D mesh Network-on-Chips (NoCs) with permanent faults. The 
proposed approach is adaptive and distributed, and does not require extra circuitry or routing tables for fault tolerance 
operation. Deadlock handling and multiple hop links checking are included for a robust system operation. We 
demonstrate the algorithm mechanism using a mesh example. 
© 2011 Published by Elsevier Ltd. Selection and/or peer-review under responsibility of [CEIS 2011] 
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1. Introduction 
Network-on-Chip (NoC) is an approach to design the communication subsystem between IP cores in a 
System-on-Chip (SoC) [1]. NoC applies networking theory and algorithms to on-chip communications. 
As the chip manufacturing technology scales down to the nanometer domain, the probability of error 
increases [2]. Smaller feature sizes and higher frequencies introduce transient faults, which are data errors. 
Also, manufacturing defects and device wear out effects lead to permanent faults (broken physical links 
and/or routers) and cause an entire NoC to fail. Hence, fault tolerance of the network on chip has become 
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very important. In this context, fault tolerance is the ability to route packets in presence of faults in the 
network with certain degree of tolerance. 
When there are faults in routing paths, hardwares cannot forward the packets further. However, it is 
not possible to replace the faulty components on the chip. Hence, the routing algorithm must be updated 
to adapt to the changes at runtime. NoC inherently has redundant paths between IP cores, and is able to 
build a reliable system. However, fault tolerance routing guarantees the packet delivery, but cannot ensure 
Quality of Service (QoS). Any routing algorithm can be fully fault tolerant only at the expense of QoS. 
In this paper, we propose an adaptive, distributed and fault tolerant routing algorithm for 2-D mesh 
NoCs with permanent faults (e.g. physical link and node faults). Comparing with existing algorithms, our 
algorithm does not need any extra circuitry or routing tables for fault tolerance operation. Furthermore, 
our work has no restrictions on the fault patterns, therefore no active node is deactivated for fault pattern 
requirements. After the literature review in Section 2, the mechanism of the proposed algorithm is 
presented in Section 3. Numerical examples in Section 4 then confirm the performance of the algorithm. 
2. Related Work 
Many fault tolerant routing approaches have already been proposed for on-chip networks [3], [4], [6], 
[7], [8]. The approach in [3] uses spare wires (hardware redundancy) to bypass the faulty links. However, 
use of extra circuitry for fault tolerance leads to area overhead. Furthermore, fault tolerance methods in [3] 
use different methods for error detection and error recovery, with expense of extra circuitry. Some 
approaches (e.g. [4]) use a routing table at each router. Routers update their routing tables when faults 
appear in the network. Hence, router complexity is increased. This requires more memory in the routers to 
store the routing tables. Updating routing tables is time consuming, sometimes gives inconsistent results 
and introduces more delay. The works presented in [5] adaptively route packets around faulty routers. 
However, they put various restrictions on the fault patterns. Many traditional algorithms deactivate a 
number of active nodes to satisfy the fault patterns. This will result in a traffic congestion.  
3. Proposed Fault Tolerant Routing 
We present an adaptive, distributed and fault tolerant routing algorithm for 2-D mesh NoCs, which 
reroutes packets around permanent faulty components. With each destination node as center, the network 
is divided into quadrants called destination quadrants. Number of destination quadrants for a destination 
can be 1, 2 or 4, depending on the position of the destination node in the mesh. The pseudocodes of the 
proposed fault tolerance routing and the Route function are shown in Algorithm 1 and 2, respectively. 
3.1. Routing Judgment 
At any arbitrary router, the next-hop decision is a function of current node position in destination 
quadrants and the input direction of the packet. Allowed output directions are different for the same input 
direction in all destination quadrants. Table 1 shows routing directions at a node in all destination 
quadrants as a function of input direction. The output direction depends on the position of the current 
node. Each router runs an instance of routing logic independently. For a given input direction, routers take 
the first allowed output direction and check for 1-hop link faults. When 1-hop link is not faulty, all 2-hop 
links in the same direction are checked. In contrast, if all the paths through first output direction are faulty 
(i.e, either 1-hop link is faulty or all 2-hop links are faulty), the second output direction allowed is chosen. 
For the second output direction, 1-hop and 2-hop links are checked in the same manner as done for the 
first output direction. If second output direction has no fault-free path, then the third allowed output 
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Algorithm 2: Pseudocodes of the proposed fault tolerance routing
direction is chosen with the same fault checking as above. If all the outgoing paths at the router are faulty, 
the packet will be routed back in the input direction it came from. This back routing is done hop by hop 







































From any node in 2-D mesh, packets generally have two output directions leading towards destination 
and one output direction going away from destination. Paths in those two output directions leading 
towards destination are checked first. The packet traversal path to destination through these directions is 
minimum, when all links in the path are fault free. Otherwise, if the router finds any link faulty, the 
packet will be routed in an alternative direction. In this case, the packet may take a slightly longer path. In 
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Fig. 2. Configuration for the situation: (a) with zero 
fault; (b) with faulty paths 
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the worst case, the packet takes the third output direction which obviously leads to the longest path. 
However, the delivery of the packet is always guaranteed if there is an existing path to the destination. 
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Re-routing packets around faulty components may form cycle in the network leading to deadlocks. 
Some packets in the network are then blocked and will stay blocked forever due to these deadlocks. 
Virtual channels [5] can be used to avoid deadlocks, but the implementation of virtual channels requires 
additional logic gates and hardware circuitry. This algorithm uses the turn model proposed by Glass and 
Ni [11]. This turn model eliminates deadlocks by prohibiting two turns in each destination quadrant. 
These two prohibited turns (one for clockwise direction and the other for anti-clockwise direction) avoid 
cycles formed. Prohibited turns in different destination quadrants are shown below in Fig. 1. 
3.2. Multiple Hop Links Checking 
The uniqueness of our fault tolerant routing algorithm lies in the future faults prediction in allowed 
output directions at the current node. At present, only 1-hop and 2-hop links are checked. This can be 
extended to n-hop links check. These future predictions introduce delay in routing decisions made. 
However, packet never takes the path to fully faulty nodes, in which case the packet is routed back to the 
previous node. This reduces the number of hops that the packet travels. 
4. Experimental Evaluation  
NIRGAM, a NoC discrete event, cycle accurate simulator [10], is used for the experimental analysis. 
The maximum number of link faults is defined as the total number of links excluding the number of links 
in the path to destination. Our algorithm is deadlock free because no set of turns used in the network 
routing form a loop, as shown in Fig. 1. 
In this example, we used a 6×6 2D mesh for simulation. The numbers of source and destination nodes 
are 25 and 10, respectively. The boundary between source and destination nodes forms a 4×4 mesh. 
Hence, the total numbers of links in the boundary and the whole mesh are 24 and 60, respectively. The 
algorithm checks for paths in the boundary first. If no path exists within the boundary, packets will be 
routed through out of boundary paths. It is because paths taken in the boundary are always minimal, and 
out of boundary paths are usually longer paths. However, the next minimal path direction also results in a 
less packet latency. In the situation with zero fault, minimal path in the boundary takes 6 hops to the 
destination, as shown in Fig. 2. Also, we have checked for 20 out of 24 faults in the boundary. The result 
is shown in Fig. 3. In this situation, all paths in the boundary are faulty. So, packets require 10 hops to 
reach the destination for out of boundary routing, which is the next minimal path. Next, we explored the 
relationship between the link fault rate and latency of flits in the network. We injected faults randomly 
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into the network. As shown in Fig. 3(a), the initial latency under zero fault is 81.5 clock cycles. Latency 
increases with the link fault rate because a longer path is taken. We also studied the relationship between 
the link fault rate and the throughput of the network. Our results, as shown in Fig. 3(b), show a 100% 
throughput when at least one path exists to destination. Throughput becomes zero when the link fault rate 
is 95%, i.e., faults partition the network, and packets have no path to reach the destination node.  This 
violates our basic assumptions. At last, we investigated the effect of link failures on the number of hops 
taken by the packets to reach destination, and the result is shown in Fig. 3(c). Packets traverse more 
number of hops as the faults increases. Although this increases the latency, throughput remains the same. 
Fig. 3. Performance analysis: (a) packet latency for different link fault ratios; (b) relationship between throughput and link faults;
(c) relationship between the number of hops that is traversed by the packets to reach the destination and the number of faulty links
(c) (b) (a) 
5. Conclusion 
A fault tolerant routing algorithm has been presented for 2-D mesh NoCs. It has been shown that the 
algorithm is adaptive and distributed. Deadlock handling and multiple hop links checking have been 
included for a robust system operation. A routing example has confirmed the algorithm performance. 
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