Abstract-In this work, we have emphasized the need for software clones in test sequence identification. We have provided some relevant features of code clones which make them apt in assisting test sequence identification. In this paper, we have pointed out the relevance of automated test sequence generation in software development life cycle and we have also presented a classification of clones. We have used program slicing technique to obtain slices of the source program and from these slices software code clones are identified. The main contribution of this work is to highlight the relevance of code clones in test sequence identification and the importance of using program slicing in code clone detection. Applying both static and forward dynamic slicing techniques will make code clone detection more factual. We have also mentioned the need for mapping of values in test sequence identification.
INTRODUCTION
Generally there is a misconception that software testing is performed as the final step of software development life cycle. As software testing plays an inevitable role in software development process, applying software testing only in the final stage of software development will make the whole process more complicated. This is due to the fact that the programmer sometimes will have to go back to the initial stage of software development to track the error. Due to the time constraints meet by the software developers in developing the software for specific applications, the process of automating software testing has gained so much importance. Before handing over the software to an intended user, it should be properly tested to check whether the developed software satisfies the user requirements or not. Several methods of automated program testing and test sequence generation have been already developed and now also excellent research works are going on in this area. In this work, we have used the concept of code clones to identify test sequence generation.
Software source code is one of the most important reusable components in software development. Software reuse is the process of using existing software components rather than building from the scratch. The concept of code clones is derived from this idea [1] . A code clone can be defined as a set of program statement which may be contiguous or noncontiguous and which repeats in several other parts of the same program or in different parts of the same program or in different files of the same application program [4] . Some researchers claim that software code clone increases the software maintenance cost. If a programmer makes any slight modification in a code clone, and if the same change is not made in the other code clones present in the program, then it may cause inconsistency. Similarly when the code clones are created, the programmer sometimes forgets to map the variable values. In such cases the code clones will not be harmonic and this will cause error in program. These are some of the difficulties in code clone maintenance. We have considered some positive aspects of code clones which makes them very useful in the field of software testing. Proper detection of code clones in each and every stage of software development and utilizing them in the appropriate way can result in marked changes in the field of test sequence generation Programmers generally have a tendency to copy and paste several parts of the source code in practical software development scenario. The copied segments of the code are then used in successive parts of the same program with or without minor variations. These copied codes can also be used in different modules of the same application. The main reason behind this copy and paste mentality is to make the software development process easier rather than writing the source code from scratch. This has the potential benefit of reducing the source code development time and cost. The need of using code clones in test sequence generation can be applied to such scenarios as there is no need to check or identify test sequence repeatedly for similar clones. This reduces the program tester's effort as they have to consider only the minor variations made in the code clones. Apart from testing, code clones can be used in many other applications such as program comprehension, program compaction, checking plagiarism etc. The following sections give as clear idea of utilizing the concept of code clones in test sequence identification.
II. RELATED WORK
There are excellent research works going in the field of code clones and utilization of clones for various applications. To the best of our knowledge, no works are reported in the field of using code clones for software test sequence generation. C. K. Roy [5] .
C. Categories of code clones
There are mainly four types of code clones. They are type1, type 2, type 3 and type 4 clones. Each of these is explained below. 1) Copy Clones:-This type of clones is included in type 1 category. In this type of code clones, the code fragments will be exactly the same. The code clone formed will be the exact copy of the original code fragment. There will be some minor changes in white spaces, comments etc.
TABLE I. COPY CLONES

Code1:-
Code 2:-int s=0, p=1, n=5; while ( n > 0) { s= s+n; p=p* n; n= n-1; } int s=0, p=1, n=5; while ( n > 0) { s= s+n; p=p* n; n= n-1; } Here we have two sets of code named 1 and 2. Here code 2 is the exact copy of code 1. Therefore these code clones come in Type 1 category.
2) Renamed clones: -This type of clones will come under type 2 category. In this type, the code clone formed will be syntactically similar to the original code. There will be changes in the name of identifiers, functions, literals etc. along with minor variations in white spaces, comments etc. 
A. Slicing
The concept of slicing was found out by Mark Weiser [7] . Slicing is defined as the process of deleting all those statements from a program which cannot affect the value of variables of interest. A slice is defined as a subset of program statements. In slicing, a set of variables can be chosen and this is known as a slice set. Slicing criteria comprises a program location and a variable set. The part of a program that affects the values computed at some point of interest is known as program slice.
Static slicing and dynamic slicing are the main two types of slicing [10] . Static slice consists of all the statements in the program that affects the value of a variable at a particular point of interest. A static slice is constructed by deleting those parts of the program that are irrelevant to the values stored in the chosen set of variables at the chosen point. Given a variable 'v' and a point of interest 'n', slice will be constructed for v at n [8] . The concept of dynamic slicing was given by Korel [9] . The set of statements that did affect the value of a variable for one specific input is known as dynamic slice. The dynamic slicing criterion consists of a variable 'a', point of interest 'p' and an input 'i' In Forward Slicing, all the statements in the program which are affected by declaring a variable at a givent point in the program is displayed and backward slicing gives all the program statements which affect the value of a particular varible at a particular point. After applying program slicing technique, we have to create the CFG of the slices [11] . In our clone detection approach we are applying static and forward dynamic slicing technique for clone detection. The structural similarity present in the control flow graph is taken in to consideration to detect the code clones. These are clearly illustrated in the next section.
V. IDENTIFYING TEST SEQUENCE USING CODE CLONES
In the above sections, we have explained the relevance of code clones in test sequence generation and have also explained the different types of code clones. This section explains our idea of utilizing code clones for identifying test sequence in program testing The first step in using code clones for test sequence identification is to detect the presence of code clones in a program. We have used the concept of program slicing to detect the presence of code clones [2, 3] . Consider the following example. We can see that in the above given three categories of officers code clones exist. Checking the Finance and Marketing officer class, we can notice that there is no change in the 'total salary' calculation steps. The salary calculation method, the basic salary value, hra value and da value are exactly the same for both. Therefore these set of program statements can be considered as code clones. In this scenario, if we identify the test sequence statements for the Finance officer class, then there is no need to identify the test sequence again for Marketing officer class as we have already detected the test sequence for its clone. For this the first step is that the tester should be able to detect the presence of code clones in Finance officer and Marketing officer class.
For detecting the code clones, program slicing principle is initially applied to various classes. Then we are constructing the control flow graph of the slices obtained. We are mainly considering the structural similarity present in the CGF to identify the code clones. We are using slicing as the initial step of clone detection inorder to avoid unnecessary checking of the whole program. Sliced statements will give an overview of the variable dependency present in the program. Consider the Finance officer class in the TABLE VII given above. Initially we perform a static slicing with respect to the variable 'total' present in the statement 'total = basic + da+ hra'. The result is named as Set I. Next we perform static slicing in Marketing officer class. Here also, static slicing is done with the variable 'total' present in the statement 'total = basic + da + hra. This is named as Set II. Here it can be noticed that the control flow graphs obtained for both the static slice Set I and Set II are the same. We are making use of the structural similarity present in the control flow graph to detect code clones. We are checking whether the CFG of Set I and Set II are isomorphic graphs or not. Two graphs, G= {V, E} and G1= {V, E} are said to be isomorphic graphs if there exists one-to-one correspondence between their vertices and between their edges such that the incidence relationship is preserved. Suppose that an edge 'e' has end vertices V1 and V2 in G, then the corresponding edge 'e' in 'G1' must be incident on vertices V11 and V12 that correspond to V1 and V2 respectively. Here both the control flow graphs satisfy these properties. Here both the graphs of Set I and Set II have the same number of vertices, same number of edges and same degree sequence. Therefore these two control graphs can be regarded as code clones.
After detecting the code clones from the control flow graph, the next step is to check the nodes of each graph. We are checking each and every node of the two code clones. Here all the nodes of both the graphs are equal. This indicates that there is no need to identify test sequence separately for both the clones. If the test sequence for one of the clones is generated then the same test sequence is applicable to the other clone also. Substituting appropriate values in the test sequence statements of code clones simplifies program testing process. In the example given above, the test sequence for both the Finance officer class and Marketing officer class is identified from the code clones. The test sequence identified is given below. Test Sequence:-basic= 1000; if (basic >= 1000) { da=100; hra=50; } else { da=50; hra=25; } total=basic+da+hra;
Therefore, the total salary of both Finance officer class and Marketing officer will be 'total= 1150' which is got by substituting the desired values in the test sequence generated.
A. Need for mapping
Eventhough the above given example in section V correctly identifies the test sequences from code clones, in some cases mapping of variable or functions in code clones is required.
Mapping is the process of interpreting the element of the program for identifying correct test sequence. This can be explained with the help of the same example given Figure 1 . Already we have found out that code clones exist in Finance officer and Marketing officer class. Now consider the Technical officer class. Perform static slicing in Technical officer class with respect to the variable 'total' present in the statement 'total = basic + da + hra'. The result will be a set of statements given below in Figure 4 . This is named as Set III. Set III:-1 basic= 2000; 2 if(basic >= 1000) 3 { 4 da=100; 5 hra=50; 6 } 7 else 8 { 9 da=50; 10 hra=25; 11} Figure 4 . CFG of Set III After constructing the control flow graph for Set III, we have to compare the CFG of Set I and Set II. We can see that all the three control flow graphs are structurally similar. The next step is to check the contents of each and every node of all the three control flow graphs. In the above section itself we have already found that the CFG of Set I and Set II are similar. In the CFG of Set III the contents of the first node is different from CFG contents of Set I and Set II. In Set I and Set II, the first node is having the content as 'basic= 1000'.The CFG of Set III is having the content as 'basic=2000'.Therefore there is a need for mapping of statements here. Eventhough the test sequence is almost similar in Set I, Set II and Set III, there is a minor difference in Set III test sequence statements. So the program tester should identify the variations in test sequence statements and accordingly the program should be tested.
B. Significance of code clones in program testing
In our method, we have made use of code clones for test sequence identification. From the maintenance point of view, code clones are generally considered as one of the most challenging problems in software development process. Here we have utilized some of the strong features of code clones that make them applicable in test sequence identification. Initially, we have applied program slicing to the source program. This is done inorder to avoid unnecessary checking of the whole source program. Apart from that, slices obtained will give the dependence information which exists between the variables present in the program. In some cases, checking the CFG alone will not be enough to identify the code clones and this failure in detecting code clones will in turn result in the nonperformance of test sequence generation. This is due to the fact that the structural resemblance present in the CFG alone may not be able to correctly identify the code clones in all cases. Consider two control flow graphs which are structurally identical but with entirely different node contents. Here checking the structural similarity alone will give the result that code clones exist. This is due to the presence of false positives in the detection of code clones. Therefore checking only the structural similarity is not always enough to detect the code clones. Performing program slicing at the initial phase and then constructing the control flow graph of the slices alleviates this defect present in the code clone detection. In our method we are using both static and forward dynamic slicing to generate program slices. Performing static slicing will display all the program statements which affect the value of a particular variable at a particular point. Here from the point specified, the rest of the source code is checked in a backward direction to get the result and the statements are checked in a bottom up manner. Eventhough static slices will give all possible executions present in a program, the execution based on some particular input value cannot be given by static slicing. In such cases forward dynamic slicing is applied. For finding the test sequence for a particular input value, we are applying forward dynamic slicing. Applying forward dynamic slicing to the source program will check the statements in a top-down manner. Since forward dynamic slicing is used, all the statements which are affected by declaring the variable at a particular point for some specific input value are generated. Moreover in forward slicing, the whole process is done in a forward manner which is computationally easier compared to backward approach. Using a text based or token based approach has the defect of having to compare each and every line of the program to get the code clones [1] . By performing slicing as the initial step of code clone generation we can overcome this problem to a large extent, as slices display only the relevant parts of the program. This is one of the strong features of our approach.
VI. CONCLUSION
In our work, we have shown how appropriate test sequence statements are generated by proper identification of code clones. We have also shown how program slicing techniques are implemented to detect code clones and the relevance of program slicing in code clone detection.
Program slicing gives information of only the relevant parts of a program and this reduces program tester's effort. Performing both static and forward dynamic slicing will give slice statements which gives a detailed view of variable dependency present in the source program. This in turn helps in test sequence identification. Moreover the control flow graph of the slices has to be checked only for structural and node content similarity. This is because; information about the dependency present in the program has already been obtained by analyzing the slices. Eventhough we have provided a method to generate test sequence from code clones using program slicing, still many more issues like improvement in the detection of code clone methods and the type of slicing methods are to be dealt with.
