Abstract. We propose a framework for component-based modeling of distributed systems. It provides separation of concerns between computation (in object oriented components), coordination (via connectors) and dynamic reconfiguration (by the network manager). This framework builds upon the object oriented modeling language Creol for modeling the components, and uses the ideas of Reo for exogenous coordination using data-flow networks.
Introduction
Internet and systems distributed over internet, such as service oriented software, are nowadays becoming more popular. This brings about the need for modeling and analysis of these systems before implementation. The growing size of such systems favors use of high level languages supporting component-based design techniques. Internet based software usually consists of loosely coupled components, possibly provided by different parties, interacting with each other.
Components-based software development has been proposed by several authors as a solution to the increasing complexity of software development. Components are assumed to be individual and independent units of functionality and deployment and thus to turn them into an application, a mechanism for component composition is needed.
In this paper, we propose a framework for component-based modeling based on Creol [10] . The basic concept of standard Creol is to provide a formal objectoriented solution for modeling distributed systems. Creol objects have their own processors and communicate by asynchronous method calls. Although Creol is suitable for distributing objects over different processors, it does not in itself separate the coordination issues from computation. Nonetheless, we can translate our component models to standard Creol allowing us to use all the techniques developed for Creol. Furthermore, we get the formal semantics of the model for free.
Our work is on integrating the data-flow network modeling to an object oriented modeling language, namely Creol, by providing a syntax for modeling components consisting of objects. For modeling a distributed system in this framework, three different perspectives should be considered. First of all, one should define the components in the system. The inside of a component is modeled as a number of (standard Creol) objects communicating by message passing. Every component implements some facades, which in turn declare (disjoint) sets of ports. The objects inside the component may read, write or wait for a signal on the ports. The computation inside a component does not depend on how ports will be connected; hence, allowing the modeling of reusable off-the-shelf components.
The second perspective focuses on the exogenous coordination of components and their communication. At this level, as proposed in [15] , a software component is considered a static abstraction (black box) with plugs (called ports here). We use connectors to connect components. A connector has a fixed number of connector-ends, which can be plugged into component ports. In other words, component ports are to be bound to connector-ends. Connectors are independent of any specific components. We have developed a library of mobile connectors for some basic coordination patterns. A connector is mobile in the sense that its ends can move during execution, i.e., connect different components at different times. Mobility together with dynamic creation of connectors (and components) provide the means for a dynamically reconfigurable network, in a similar way as modeled in π-calculus [14] .
The third perspective of modeling addresses reconfiguration. Reconfiguration policies are defined in network managers. In addition to ports, a component facade specifies the events it may raise, e.g., a request/announcement for a specific service. Events are handled by the network manager. As a result of a sequence of events (possibly from different components), the network manager may reconfigure the network (by creating new connectors and/or changing port bindings). For a given system, one or more network managers can be developed modeling different reconfiguration policies. This shows the level of decoupling in the component based framework.
Related Work
The object based modeling languages based on method calls [1, 10, 20] are more suitable for modeling and analysis of the internals of the components rather than the communication between independently developed components. On the other hand, languages like [2, 5, 8] consider components as black boxes and focus only on the interactions between them. In our model, these aspects can be modeled and analyzed separately as well as integrated into a Creol model and analyzed together as a whole.
The data flow networks in our model are inspired from Reo [2] . We can compare our work with the implementations of Reo mobile channels (MoCha) in Java [17] and π-calculus [18] . Mocha, like our framework, allows for modeling component behavior as a separate issue from coordination. The main difference is that we also propose a syntax for modeling components. In addition, we allow for modeling dynamic reconfigurations in the network.
We can also compare our work with JCSP [21, 22] as both bring channel based communication to the world of object oriented languages. The difference is in the
