Abstract. Although the importance of UML Sequence Diagrams is well recognized by the object-oriented community, they remain a very difficult UML artifact to develop. In this paper we present a multi-level methodology to develop UML Sequence Diagrams. Our methodology is significant in three aspects. First, it provides a multilevel procedure to facilitate ease of the development process. Second, it makes use of certain patterns to ensure the validity of SQDs. Third, it uses consistency checks with corresponding use-case and class diagrams. Throughout the steps of the method we present rules and patterns demonstrating correct and incorrect diagramming of common situations through examples. The purpose of this study is to serve as a reference guide for novice sequence diagram modelers. This methodology is particularly useful for novice practitioners who face challenges in learning the process of SQD development.
Introduction
Sequence Diagrams (SQDs) are one of the important dynamic modeling techniques in the UML. An SQD visualizes interactions among objects involved in a use case scenario. Although several methods have been proposed to develop an SQD, the development of SQDs remains a very difficult part of the object oriented development process. The development process is very intricate. As new objects and messages are identified, the diagram gets more packed and complicated. Also, at every step, multiple factors, such as which object to choose, which message to assign to what object, and what patterns to use for message passing, need to be taken care of simultaneously. As a result, the modeler very often ends up making mistakes in the diagram, and making an SQD which is inconsistent with other UML artifacts. Hence, we are motivated to develop an easy-to-use and practical method for SQD development.
In our earlier work, we presented a ten-step method (Song, 2001) for developing SQDs based on use case descriptions and a class diagram. In this paper, we extend our earlier work as follows: First, we re-organize the steps into three levels and each level is further divided into several stages so that we can focus on one issue at a time. Second, we add guidelines and patterns using correct and incorrect examples. Third, we provide consistency checks between an SQD and use case and class diagrams. This method brings forth the recommended visual patterns and warns against mistakes committed by SQD developers. The purpose of this study is to serve as a reference guide for novice SQD modelers. In this paper, we use UML 2.0 notation to present SQDs. For the notations of SQDs in UML 2, we refer Ambler (2008b ) or Larman (2004 .
The rest of the paper is organized as follows. Section 2 presents the research methods used and the related literature review. Section 3 describes the process of multilevel methodology to develop SQDs. Section 4 concludes our paper.
Research Setting and Related Literature Review
In this paper, we have come up with both correct and incorrect patterns of SQDs, as well as guidelines. The guidelines were tested and examples were collected for the past five years of teaching SQDs in a graduate class. Incorrect patterns have been found on the basis of our observation of the mistakes students make in SQD assignments to develop SQDs. Our subjects include students from different backgrounds including computer science, information science, psychology, biosciences, biomedical, and business. Students found our guidelines usable and effective.
There is a decent amount of research related to specification of semantics of the SQD. Xia and Kane (2003) present an attribute grammar based approach on defining the semantics of UML SQD to make it easily convertible to code. While both this paper and the work by Aredo (2000) prepare a framework for defining the semantics of an SQD to create a shared understanding across a design team, the problem of designing an SQD still remains unresolved especially for novices.
Baker et al. (2005) address the problem of automatically detecting and resolving the semantic errors that occur in SQD scenarios. The method proposed in this paper is claimed to be successful in detecting semantic inconsistencies in industrial case studies. Our method, however, takes a preventive action to deal with the semantic inconsistencies by basing itself on the commonly occurring valid patterns in SQD and avoiding the frequently committed mistakes by novices.
Li (2000) presents a parser that semi-automatically translates use case steps into message records that can be used to construct a sequence diagram. The work is based on syntactic structure of standardized sentences of use-case description. Although this work provides useful rules for novices, e.g. converting a use case to "message sends", it does not avoid common mistakes made by novices.
Other recent works on SQDs include use of SQDs for code generation, generation of SQDs through reverse engineering of code, and finding reusable SQDs from existing artifacts. Rountev and Connell (2005) , and Merdes and Dorsch (2006) present reverse engineering techniques to extract an SQD from a program. Another interesting work 'REUSER' by Robinson and Woo (2004) automatically retrieves reusable SQDs from UML artifacts.
Our review shows that the research effort for developing an easy-to-use method for developing SQDs is still rare and far from satisfactory. Hence, the task of creating this artifact remains challenging to novices, and they continue to commit errors. We propose a multi-level methodology in order to develop the artifact in an incremental manner. We refer to the work by Bist, MacKinnon, and Murphy (2004) for guidelines in drawing SQDs.
