Smart farming adopts advanced technology and the corresponding principles to increase the amount of production and economic returns, often also with the goal to reduce the impact on the environment. One of the key elements of smart farming is the farm management information systems (FMISs) that supports the automation of data acquisition and processing, monitoring, planning, decision making, documenting, and managing the farm operations. An increased number of FMISs now adopt internet of things (IoT) technology to further optimize the targeted business goals. Obviously IoT systems in agriculture typically have different functional and quality requirements such as choice of communication protocols, the data processing capacity, the security level, safety level, and time performance. For developing an IoT-based FMIS, it is important to design the proper architecture that meets the corresponding requirements. To guide the architect in designing the IoT based farm management information system that meets the business objectives a systematic approach is provided. To this end a design-driven research approach is adopted in which feature-driven domain analysis is used to model the various smart farming requirements. Further, based on a FMIS and IoT reference architectures the steps and the modeling approaches for designing IoT-based FMIS architectures are described. The approach is illustrated using two case studies on smart farming in Turkey, one for smart wheat production in Konya, and the other for smart green houses in Antalya.
Introduction
Smart farming represents the application of modern information and communication technologies (ICT) into agriculture to increase the amount of production and economic returns, often also with the goal to reduce the impact on the environment (Rains and Thomas 2009) . Similar terms are used for the same purpose such as precision agriculture, site-specific farming, sitespecific crop management, prescription farming, and satellite farming (Adamchuk et al. 2004; . Smart farming builds on advanced technology such as cloud computing, remote sensing, data-driven farming, big data analytics and internet of things (IoT) . Several important benefits of smart farming have been provided in the literature including optimizing production efficiency, optimizing quality of the crop, minimizing environmental impact, minimizing risk, conservation of resources, reducing cost, increasing profit, and better management decisions Rains and Thomas 2009; .
One of the key elements of the smart farming is the farm management information system (FMIS). Although initially FMISs started as simple record keeping systems, modern FMISs are sophisticated systems with advanced modules supporting a comprehensive set of farming operations . With the introduction of IoT, FMIS and smart farming in general have gained a new momentum. The IoT helps in smart and automated information gathering and merging. It helps as well as in monitoring sensor data coming from different machines, animals, plants, other farms and greenhouses and other systems such as unmanned air and land vehicles. In this way, the decision making and planning in the agricultural domain can be further supported which can lead to even more effective and efficient farming. With the help of the IoT, farming practices such as yield monitoring, cultivar selection, pest management, irrigation, etc. can be applied more precisely. Crop yield can be monitored and precise crop maps which show high and low production areas can be obtained readily (Rains and Thomas 2009) .
For developing an IoT-based FMIS it is important to design the proper IoT architecture which represents the overall gross level structure of the system. IoT based farm management information systems typically have different functional requirements such as the type of crop, the type of sensors, communication protocols, and the data processing capacity. Besides of functional requirements also quality requirements such as security level, safety level, time performance, and overall cost of development and operation are also different for different applications.
The different requirements typically require changing the IoT architecture. In the literature, several reference architectures for FMISs and IoT have been proposed that can be reused to derive the IoT application architecture. Deriving the proper architecture however is far from trivial and this can impede the success of the IoT system. The objective of this study is to contribute to the current state-of-the-art of FMISs by enhancing the current architecture design approaches for IoT-based FMIS. Hereby, the study aims to provide an architecture design method for designing IoT-based FMISs. The approach presented adopts a feature-driven domain analysis approach to model the different smart farming requirements. Further, based on FMIS and IoT reference architectures the steps and the modeling approaches for designing the IoT-based FMIS architecture are described. The approach is illustrated using two case studies on smart farming in Turkey, one for developing IoT-based FMIS for smart wheat production in Konya, and the other for smart green houses in Antalya.
Background and related work

Internet of things (IoT)
Until recent time, the internet was primarily used for interconnecting computers any time and any place but this required human interaction and monitoring. The IoT is a new 1 3 layer standards and protocols are offered by different organizations. Although most of these standards and protocols use the transmission control protocol (TCP) or the user datagram protocol (UDP) for transport, they have different architectures and characteristics for various purposes. The application layer contains the IoT services and manages the system using the data from the session layer. The implemented IoT application can be, for example, smart farming, smart city, and smart home. The business layer defines business logic and workflows. This layer is responsible for the management of all IoT systems, services and applications within the domain. The business models are defined in this layer based on the data gathered from the application layer. The data is analyzed to build the required business models and define the strategies. The security layer is a side-car layer relating to the other five layers and provides the security functionality. Similarly, the management layer is a side-car layer supporting capabilities such as device management, local network topology management, and traffic and congestion management (Köksal and Tekinerdogan 2017; Khan et al. 2012 ).
Architecture design
Software architecture for a program or computing system consists of the structure or structures of that system, which comprise elements, the externally visible properties of those elements, and the relationships among them (Venters et al. 2018; Tekinerdogan 2014; Bass et al. 2012; Clements et al. 2010) . Software architecture forms one of the key artifacts in the entire software development life cycle since it embodies the earliest design decisions and includes the gross-level components that directly impact the subsequent analysis, design and implementation (Apel et al. 2013) . It is generally accepted that software architecture design plays a fundamental role in coping with the inherent difficulties of the development of large-scale and complex software. Research on architecture design in the last two decades has resulted in different useful techniques and approaches.
Architectural drivers define the concerns of the stakeholders. A stakeholder is defined as an individual, team, or organization with interests in, or concerns relative to, a system. Each of the stakeholders' concerns impacts the early design decisions that the architect makes. A common practice is to model different "architectural views" for describing the design according to the stakeholders' concerns (Tekinerdogan 2014; Demirli and Tekinerdogan 2011; Clements et al. 2010 ). An architectural view is a representation of a set of system elements and relations associated with them to support a particular concern (Clements et al. 2010) . Having multiple views helps to separate the concerns and as such support the modeling, understanding, communication and analysis of the software architecture for different stakeholders. Architectural views conform to viewpoints that represent the conventions for constructing and using such a representation. An architectural framework organizes and structures the proposed viewpoints.
A recent software architecture framework approach is the so-called Views and Beyond (V&B) approach (Clements et al. 2010 ). The approach distinguishes three different categories of viewpoints or styles including module, component-and-connector, and allocation styles:
• "Module" view category that is used for documenting a system's principal units of implementation.
• "Component and Connector" category that is used for documenting the system's units of execution.
• "Deployment View" category that is used to document the relationships between a system's software and its development and execution environments.
A software architecture that addresses the concerns of specific stakeholders is here referred to as "concrete architecture". A concrete architecture defines the boundaries and constraints for the implementation and is used to analyze risks, balance trade-offs, plan the implementation project and allocate tasks (Tekinerdogan 2014) . Concrete architectures can be viewed as specific implementations of "reference architectures", which are generic designs. In turn, a reference architecture is derived from the knowledge and experiences accumulated in designing concrete architectures in the past (Cloutier et al. 2010; Angelov et al. 2012) . The concrete architectures differ from one case to the next depending on the requirements of the stakeholders involved. Reference architectures can be used descriptively to "capture the essence of existing architectures" or prescriptively to guide the development of new ones (Cloutier et al. 2010) .
Related work
Several studies discuss the adoption of internet technologies to support FMIS (Kruize et al. 2016; Kaloxylos et al. 2012; Steinberger et al. 2009; Nikkilä et al. 2010; Wolfert et al. 2010; Seelan et al. 2003; ). These studies have focused on different issues including the adoption of service-oriented architectures for FMIS Steinberger et al. 2009; Wolfert et al. 2010) , the development of data exchange standards for supporting interoperability over the internet , and the adoption and implementation of geographic information systems (GIS) (Seelan et al. 2003) . The main focus of these studies is integration and operation of an FMIS over the internet. The integration and adoption of IoT in the FMIS is not explicitly considered.
In ), a distributed service-oriented reference architecture is proposed for the development of information systems for precision agriculture. This webbased approach is focused on communication between software on a service bus. In ), the so-called AgroXML is proposed as a standardized language based on extensible markup language (XML) to be used for data exchange in FMIS. In Nikkilä et al. (2010) , a web-based approach is defined to implement connectivity requirements arising from the internet and the management of GIS data. In ), a new model for FMIS is proposed to provide better information handling focusing on internal data connection, external information collection, plan generation, and report generation in FMIS. In Kaloxylos et al.(2012) , an architecture is proposed to provide support and integration of different stakeholders and services, and interworking with the external services.
There are some studies in the literature related to web-based architectures Chaudhary et al. 2004) . These studies present architectures to enhance the effectiveness of web-based decision support system on which data can be requested for further use via a web portal and a web service interface.
Instead of full FMIS most architecture academic research on FMIS is restricted to individual component of an FMIS such as predicting crop yield, implementing a special sensor, and the usability of an FMIS. There are only few studies that explicitly discuss FMIS architectures in a comprehensive manner . For example, in (Linseisen 2001) , FMIS architecture is discussed by focusing on an information system gathering and storing high accuracy GPS data. In Beck (2001) , an architecture, based on implementing object databases such as common object request broker architecture (CORBA) middleware and Java languages is proposed to provide easier development, maintenance, and easier integration of information systems.
Advances in the functionality of academic and commercial FMIS are presented in . This study investigates commercial and academic FMIS packages and performs a cluster analysis on them. The authors indicate that commercial packages tend to target daily farm office tasks such as budgeting, finance, recordkeeping, machinery management, and documentation. On the other hand, academic FMISs deal with compliance to standards, automated data capture, and interoperability issues.
There are also studies that discuss traditional on-site FMIS software. However, these studies mainly focus on the improvement of information integration of traditional FMIS and do not take IoT technologies into account. For example, Verdouw et al. (2016) , propose an architecture to improve the standardization and integration of data, application, and process. A service-oriented architecture (SOA) based solution is proposed to improve the information integration implementing business process management (BMP).
Related to IoT is the research on wireless sensor networks which is reviewed in and Aqeel-Ur-Rehman et al. (2014) . These studies primarily focused on comparing sensors and communication technologies such as ZigBee, Bluetooth, Wifi, Sigfox, Wibree, long range radio and GPRS. Although these protocols might increase the number of possibilities to communicate data in IoT, these studies do not directly offer design solutions for FMIS. This paper has focused on applying IoT for FMIS in particular. However, IoT has also been applied in different application domains. The application of IoT in agriculture has been reviewed in Verdouw et al. (2016) . This review showed that the IoT concept captured the attention of the scientific community in 2010 and since then number of studies has continuously increased. In total 168 papers and books were reviewed in the paper. The identified top topics of these studies include food supply chains, arable farming, general agriculture, greenhouse horticulture, and livestock farming, and open-air horticulture including orchards. On the other hand, it is stated that IoT applications mostly focus on basic functionalities, including tracking, tracing, monitoring, and event management. It is concluded that although IoT is receiving an increasing level of attention, it is still in its infancy in the agriculture and food domain which is suffering from lack seamless integration and advanced solutions.
Case studies and problem statement
In this section, the problem statement is presented that is illustrated using two case studies of smart farming in Turkey. The case studies have been selected based on their relevance and their difference with respect to the functional and quality requirements. The case studies include the development of IoT-based FMIS for wheat production and tomato production in Turkey. In the following, first the details of each case study are presented, and subsequently the problem statement is described.
Case study: wheat production
Turkey has 23.9 million hectares of cultivated farms. Grain production occupies 49% of this area. Wheat production constitutes 67% of the total grain production (Turkish Land Crop Office 2017). Turkey's wheat production is about 20 million tons yearly (Turkish Ministry of Agriculture 2018). As such, wheat production is one of the most important agriculture businesses in Turkey.
One of the key regions of wheat production in Turkey is the region of Konya which is far from costal area and located on a major plain near the middle of Turkey. Konya has a terrestrial climate, and big arable farms. Konya is the region in Turkey with the largest wheat production. It produces 3 million tons of wheat yearly.
Case study: tomato production in greenhouses
The second case study is of tomato production in greenhouses in Antalya. Tomato production in the world is 170 million tons yearly and almost 12 million tons of this production is produced in Turkey. Turkey exports tomatoes and tomato products to many countries. The total export is about 600 000 tons. Tomato is produced both in open fields and in greenhouses. About 51% of greenhouse production in Turkey is tomato.
Antalya is located in the south of Turkey just north of the Mediterranean coast. The typical Mediterranean climate of the region is suitable for vegetable and fruit production. Currently, specialty greenhouse farming is very common in Antalya. Some 80% of glass greenhouses and 50% of plastic greenhouses of Turkey are in Antalya.
Problem description
Generally, wheat and tomato are produced with traditional farming practices in Konya and Antalya regions. A general observation from governmental reports is that a small part of the farmers in these regions use traditional FMIS (Turkish Ministry of Agriculture 2018). Even with the use of FMISs several problems in the agricultural sector could still be identified.
Inefficient crop production
To meet the growing population in Turkey it is important to increase the crop production, which requires a more effective and efficient crop production. According to the Turkish Statistical Institute (TSI), Turkey is one of the top 10 wheat producers in the world. But this production is not sufficient for Turkey's growing internal demand. In order to compensate the need, Turkey imports more than 4 million tons of wheat each year. From the efficiency point (tons/hectare) of view improvements are required and possible. Turkey's average wheat yield is about 2.6 tons/ha.
Inefficient usage of soil
Turkey has 2.2 million farmers, and 23.9 million hectares cultivated farms but 17% of arable farms are fallow (Turkish Ministry of Agriculture 2018). One of the reasons for this is due to lack of insight and support regarding decision making on crop production, soil fertilization, and pesticide management.
Increase in cost of farming inputs
In the last years the cost of fertilizers, fuel and pesticides have dramatically increased, but the usage of these inputs has not been effectively monitored. This has adversely affected farming and greenhouse production profit. As a result of this, the number of farmers in these domains have decreased and the overall production has declined. To solve these problems, better monitoring and management of inputs is required to decrease the overall costs.
These problems can, to some extent, be tackled by focusing on improved business and logistics processes, by applying total quality and smart farming principles, and appropriate sensing and effector technologies. Yet, these solutions remain limited compared to the adoption of IoT that provides further optimization by enabling the integration of various technologies such as (wireless) sensor networks, mobile computing, cloud network, data analytics, and decision support systems.
To cope with these problems IoT can be considered a feasible solution (Dlodlo and Kalezhi 2015; Ma et al. 2011) . IoT enables the use of sensors to measure the required parameters (e.g. soil quality), support the decision-making process using services such as data analytics, and use actuators to execute the proper action at the right time and right place. This is for example the case for the wheat and tomato production that has been described in the previous sections. With the introduction of IoT several benefits are envisioned. Firstly, determining the variability in yield potential might allow optimizing production at each site. With the help of smart farming practices such as site-specific soil nutrition management, quality of the soil can be improved. Also, pest management allows mapping pest populations and obtaining site-specific application maps reducing pesticide usage and minimizing environmental impact. Managing farming practices and obtaining profit maps can help reducing the risk in agriculture. Better irrigation, fertilization practices, and pest management strategies save resources. Crop production problems can be solved more precisely and in less time with smart farming. Further, long term data can be collected and analyzed, leading to better strategic management decisions. Saving input materials and resources enables reducing labor requirements and cost. Finally, reducing cost and improving quality will increase profits obtained. So far with the existing FMIS these goals could not be fully realized or are only achieved to a limited extent.
Although IoT promises to be very worthwhile, it is not easy to develop an IoT-based FMIS. In the literature, various different reference architectures have been proposed for both IoT and FMIS. Recently, the two concepts are further integrated leading to an IoT based FMIS architecture. Unfortunately, deriving a concrete application architecture for the specific farming situation is far from trivial. This is because the existing architectures are usually represented as reference architectures that are too abstract and do not consider further details that are required to derive the application architecture. To derive the concrete architecture for a particular context, the different features of FMIS and IoT should be selected. This includes for example the different management functionality, the security protocols, the device communication protocols, and the cloud services. For each of these many different selections can be made and the combination of these leads to a broad design space.
Obviously, given a description for the smart farming system many different architecture alternatives can be identified. Since the architecture has a direct systemic impact on the overall IoT based smart farming it is important to derive the proper architecture to meet the overall smart farming requirements of the stakeholders. For guiding the architect in deriving the customized concrete architecture a systematic approach is necessary.
FMIS development method
In Fig. 2 , the proposed development approach for deriving an IoT-based FMIS application architecture is shown. The approach consists of two basic activities including Domain Engineering and FMIS Development. In essence, the approach is based on the product line engineering process as described in the literature (Tüzün et al. 2015; Capilla et al. 2014; Apel et al. 2013 ).
The Domain Engineering activity focuses on developing and preparing the development artefacts (e.g. design and code) for the FMIS. The first step includes the development of an IoT FMIS family feature model that defines the common and variant features of the different FMISs. The subsequent step focuses on developing the reference architecture for IoT based FMIS. The final step in the domain engineering activity aims to develop the reusable components that will be necessary to develop the FMIS based on the reference architecture. The following sections elaborate on the development of the family feature model and then present the corresponding reference architecture.
The FMIS development activity focuses on a specific IoT-based FMIS. The FMIS will be developed based on reuse of the artefacts in the domain engineering activity. The first step in the application engineering includes the selection of the features of the application. Further, the features will include both features for the IoT and the FMIS. These will be usually different for different FMISs in different contexts. Based on the selected features the specific FMIS application architecture will be developed starting from the reference architecture of the domain engineering activity. The final step includes the implementation of the FMIS. In this final step, the components developed earlier in the domain engineering activity will be reused. Very often a simulation system can be developed for FMIS to validate the system before deciding on the large-scale investment. 
Family feature model
The first step of the domain engineering activity of the proposed approach in Fig. 2 is the development of a family feature diagram for IoT-based FMIS. A feature diagram is a tree that is used to model the commonalities and differences within a specific domain or system. The feature diagram includes a root node representing the domain or system that features the essential characteristics or externally visible properties of the system . Features may have sub-features which can lead to a hierarchical tree. Features can be mandatory or variant. Variant features are usually represented as optional or alternative features. Optional features can be selected or not, whereby alternative features require the selection of one of the defined features. A feature configuration is a set of features which describes a member of a communication protocol. A feature constraint further restricts the possible selection of features to define configurations.
The domain analysis consists of two basic activities including domain scoping and domain modeling. In the scoping process, the domain scope is defined and the set of knowledge sources are selected. In the domain modeling process the feature diagram is provided.
During the domain scoping process for the IoT based FMIS, not only scientific papers but also websites and white papers of the important vendors and stakeholders in the IoT and smart farming domains have been considered. The selected list of important sources that were considered for IoT are shown in Appendix 1, the list of sources for smart farming are shown in Appendix 2. It is not claimed that the set of sources is comprehensive but an analysis of these selected studies shows a convergence and agreement on the concepts. In the following section the feature diagram for IoT is described first followed by a description of the feature diagram for smart farming.
Feature model for IoT
Based on the primary studies given in Appendix 1, the top-level feature diagram of the IoT as given in Fig. 3 is obtained. In essence, the top-level figure diagram presents the design features and as such includes the mandatory features for the layers of the earlier defined IoT reference architecture in Fig. 1 . The feature diagram states that all the layers are mandatory for setting up an IoT system.
For each of the layers a detailed feature diagram that represents the commonalities and variability for the corresponding layer can be derived. Among the IoT layers it appears that the decisive layer is the session layer that includes the protocols for initiating the connection and the further communication session. Figure 4 shows the feature diagram that was derived from the domain analysis to the IoT session layer communication protocols.
The top-level mandatory features in the feature diagram are protocol type, source-target, transport type and architecture. The protocol type feature defines the protocols that were identified from the selected primary studies. These identified protocols are the following:
• Message Queuing Telemetry Transport (MQTT): One of the most popular protocols to collect device data and communicate with servers (OASIS 2011).
• Extensible Messaging and Presence Protocol (XMPP): is based on exchanges of XML messages in real time that is defined to connect devices to servers (IETF 2011).
• Advanced Message Queuing Protocol (AMQP): A queuing system designed to connect servers to each other (OASIS 2011).
• Data Distribution Service (DDS): A fast data bus for integrating devices and systems .
• The Constrained Application Protocol (CoAP): A specialized web-based protocol to be used in constrained nodes and constrained networks (IETF 2011).
As given in Fig. 4 , there are three types of source-target relations available in session layer protocols: Device-to-Device (D2D), Device-to-Server (D2S), and Server-toServer (S2S). In some studies, these features are also called Machine-to-Machine (M2M), Machine-to-Cloud (M2C), and Cloud-to-Cloud (C2C) respectively.
Session layer protocols are closely related to the network layer. For all communication protocols, the transport layer could be either the user datagram protocol (UDP) or transmission control protocol (TCP). Some protocols like DDS, support both UDP and TCP. The addressing scheme (unicast, broadcast, or multicast) might be important depending on the application requirements. The selection of network layer protocol is important since using TCP and/or UDP changes the characteristics of the communication from performance and security perspectives. The layer below the network layer, that is the device layer includes the IoT devices that have a direct connection with the physical devices. The physical devices have different functionality and transmission range. If low power devices and networks will be used, adoption of TCP in the network layer is generally less feasible, and likewise the UDP protocol is used instead. On the other hand, TCP is required for supporting security and the common security protocols of (SSL/TLS) are not available using UDP.
The architecture of the session layer protocols can be either publish-subscribe or request-reply. In publish-subscribe architecture, participants (e.g. sensors) send data to a topic on which several subscribers (e.g. cloud software) that are registered to this topic might read data. In this architecture publishers and subscribers do not need to know each other, and do not need to be operating at the same time, i.e. this communication type provides time and space uncoupling. This type of communication is well suited for data that must flow from one producer to many consumers. On the other hand, for the request-reply architecture, senders and receivers do need to know each other. The requester sends a request message and waits for the response. When the replier (e.g. sensor) receives the request, it responds with a reply message. The session layer protocols of IoT generally use publish-subscribe architecture except in the case of CoAP in which a request-reply pattern is adopted. There are many criteria to select the right IoT session layer protocol depending on the application requirement. Further information on the selection of the proper IoT session layer protocol is provided in (Köksal and Tekinerdogan 2017) .
Feature model for farm management information systems
For IoT based smart farming the other important domain is of smart farming itself. Similar to the IoT domain again a domain analysis process has been applied in which relevant primary studies on smart farming were searched and based on these selected studies a feature diagram was derived representing the common and variant features. The selected primary studies are listed in Appendix 2. Based on the literature the following sub-domains for smart farming could be identified: (1) Global Positioning Systems (GPS), (2) Geographical Information Systems (GIS), (3) Sensors, (4) Variable Rate Technology (VRT), (5) Yield Monitoring (YM), (6) Yield Mapping (YMAP), and (7) Farm Management Information Systems (FMIS). FMIS software is a core part of the smart farming. FMISs are used to collect and process data used to manage all farming operations. The top-level feature diagram for FMIS is given in Fig. 5 . The right part of the feature diagram has been derived from the FMIS functions as defined in . The left part focuses on the IoT related functionality of FMIS including collection of data, processing data, visualization of data, communication with external systems, and system management. This paper will further focus on the IoT FMIS aspects.
The data acquisition feature defines the gathering of data from sensors and other systems used in smart farming such as tractors, agribots and unmanned vehicles. It includes functions for processing the gathered data whereby useful information is extracted using data mining, machine learning, and image processing. The data visualization feature defines the displaying of processed data in different forms. Apart from classical tables, reports, and monitoring tools, dedicated visualization maps are essential for smart farming applications. Maps such as yield maps, soil maps, lighting maps, and profit maps are displayed for different purposes. The system management feature defines the management of data acquisition, processing, visualization, and external system communication features of FMIS. The quality related functions such as reliability, scalability, extensibility, and security are considered in this feature. Finally, the "communication with external systems" feature defines the communication with external systems, such as a weather forecast system. Each of these features are shown in a different color in Fig. 5 to refer to these in later sections.
Feature model for IoT based FMIS
In principle, IoT and FMIS are independent concepts and as such these have been modeled separately in the previous sub-sections. In principle the features from the IoT feature diagram and the features from the FMIS feature diagram could have been selected. Alternatively, the notion of an IoT based FMIS can be considered as the integration of both concepts that needs to be separately considered. To this end, Fig. 6 shows the integrated family feature diagram derived from the feature models for IoT and FMIS. The focus was on FMIS as the dominant decomposition and the IoT features were integrated in the separate leaves of the FMIS feature tree. In the figure for different type of features different fill patterns have been used. The detailed feature diagram given in Fig. 6 can in principle be further extended with respect to specific project requirements. For the context of this paper though, the provided feature models are sufficient to illustrate the approach.
In IoT based FMIS, data acquisition consists of IoT data acquisition and conventional data acquisition to support legacy systems. IoT data acquisition contains 5 alternative IoT session layer protocols as discussed earlier namely MQTT, XMPP, AMQP, DDS, and CoAP. Depending on the application one or more protocols for IoT communication can be selected for the FMIS. In the earlier section the criteria for this have been described. A traditional data acquisition feature consists of ISOBUS and controller area network (CAN) protocols. As stated before, other (legacy or non-IoT) protocols can be added to the feature diagram.
Data processing features mainly depend on the application type and include Image/ Video processing, data mining, data logging, and decision-support features. One or more features might be used at the same time. Depending on the application requirements these features can be extended to use different processing features. System management includes sensor control, actuator control, system control features such as device identification, node discovery, and directory and naming services. Sensor control consists of several sub-features such as soil sensing, light sensing, weather sensing, and water sensing. Also, system control includes vehicle control and UAV/Drone 
Reference architecture for FMIS
Once the family feature models for IoT based FMISs have been developed, the next step is the development of the reference architecture for the potential systems. In fact, in the literature several reference architectures have already been proposed for FMISs Beck 2001; Fountas et al. 2006 ) However, in general these reference architectures are either at a conceptual level and/or do not consider IoT aspects explicitly. Hence, in this section, the reference architecture for IoT based FMIS will be introduced. For this, selected viewpoints of the Views and Beyond architecture framework (Clements et al. 2010 ) will be used including the decomposition viewpoint, layered viewpoint and deployment viewpoint.
Decomposition view
The decomposition view is used to show how system responsibilities are partitioned across modules and how these modules are decomposed into sub-modules. Usually, the features in the feature diagram are realized by one or more modules in the decomposition view. The decomposition view of the architecture depicts the overall structure of the architecture which is reasonably decomposed into modular implementation units. It is regarded as a fundamental view of the architecture since it serves as an input for other views (e.g. work allocation view) and helps to communicate and define the structure of the software. The proposed reference decomposition view for the IoT based FMIS is given in Fig. 7 . The modules in the decomposition view are colored to make the link with the earlier defined features in the feature diagrams of FMIS. In essence, the decomposition view includes the modules for data acquisition, data processing, data visualization, system management, and modules for communication with external services. The decomposition view includes all the possible modules for the various IoT based FMIS applications. Note that in this case for each feature in the earlier feature diagram, one module has been defined in the decomposition view. Further the lower level functionalities such as node discovery, and directory and name services, have not been depicted. The following section explains the configuration of a specific decomposition view from this reference decomposition view.
Layered view
The layered view is similar to decomposition view since it reflects the division of software into units. The difference is that in a layered view, modules are structured into layers, which interact based on a strict ordering relation. This means that if layer A is allowed to use layer B, layer A's implementation can use any public facilities of Layer B. However, layer B cannot use any facilities of layer A. Figure 8 shows the layered view for the IoT-based FMIS. Here the dominant decomposition is taken from the IoT layered view as it was given in Fig. 1 , and likewise it includes the same layers of the IoT reference architecture. The specific details are primarily in the higher-level layers including the business layer, the application layer and the data acquisition layer. between the IoT session layer and FMIS, i.e. this layer provides the connection with the session layer protocols of the IoT. As such, this layer includes the IoT session layer interfaces such as MQTT interface, and XMPP interface. To support non-IoT systems, the module conventional interface also takes place in this layer.
FMIS -Business Layer
Deployment view
The earlier defined views (decomposition, layered) focus on modeling the software modules of the IoT-based FMIS. The deployment view elaborates on these views and is used to show the allocation of the identified software modules to the hardware of a computing platform. The deployment view of an IoT based FMIS is given in Fig. 9 . The data processing module is deployed on the Central Cloud Server and Client (Farmer) nodes. The other nodes are dedicated to sensors, actuators, and cameras. The main sensors in the UAV/ Drone and Satellite are cameras. Vehicles can have their own sensors, actuators, and cameras. Hence, these items can be assigned to different nodes.
Case study evaluation
Case study protocol
The primary objective of the case studies is to evaluate the impact of the developed architecture design method for IoT based FMIS. To evaluate the above research questions, the case study research protocol as defined by Runeson and Höst (2008) has been applied. Based on this the indicated five steps have been followed: (1) case study design (2) preparation for data collection (3) execution with data collection on the studied case (4) analysis of collected data (5) reporting. Table 1 shows the case study design elements. The case study research has been applied both for a retrospective case and prospective case. The retrospective case included a system which was developed before and for which there was already an existing architecture with required design documents. The prospective case includes the system that is planned to be developed.
The goal for the retrospective study was to compare the earlier result with the result that is produced by proposed method. In this way it was aimed to evaluate the effectiveness of the method. For the prospective case study, the aim was to evaluate both the effectiveness and the practicality of the approach. The research questions were defined accordingly as it is shown in the table.
For the adopted background and sources in the case study research, official design documents have been used and interviews were held with project managers and system architects. For the retrospective case study, the requirements and design documents were available, whereas for the prospective case study only the requirements document was available. For both case studies project managers and system architects were interviewed. The project manager had more than 20 years of experience in farm management system. The two system architects had more than 15 years of experience in designing farm management systems.
For both case studies a qualitative data analysis approach has been used. For the retrospective case study, indirect data analysis has been used by analyzing the requirements documents, applying the method and comparing the results of the method with the existing architecture. For the prospective case study, a direct and indirect data analysis approaches were used. For the direct data analysis, semi-structured interviews were conducted, in which a list of predefined set of questions were asked to the project manager and software architects. The predefined questions are listed in Table 2 . The questions included a 5-point Likert scale (strongly disagree to strongly agree) for the possible answers. In addition, explanation was asked for each question. Note that although Likert scales are used for the evaluation of the approach, it is not aimed to be quantitative but primarily qualitative. The interview questions with Likert scales as such were used as supporting instruments to the open semi-structured interview that were held with the stakeholders.
The interview was organized as follows:
1. First a meeting was scheduled with the project manager and system architects for the initial interview. The goal of this interview was to capture the initial thoughts and experience on IoT adoption. 2. In the second step a short presentation was provided about the goal of the developed method. Also, the operation of the method as well as the final outcome was shortly explained. 3. In the third step the method was applied both for the retrospective case (wheat production) and prospective case (tomato production in greenhouses). 4. In the fourth step, the researchers analyzed the architecture design that resulted from the application of the method to the retrospective case and the prospective case. 5. In the fifth step, the researchers held a post interview with the subjects with the purpose of identifying the impact of the method and its practicality. 6. In the sixth step, the researchers collectively assessed data from the initial interview, report delivered by the method, and the post interview. The assessment was carried out separately and later was discussed together to derive the lessons learned.
The following subsection discusses the results of the above process after the first two steps. Subsequently the evaluation in step 4, 5 and 6 are described.
FMIS architecture design
As stated before, the application architecture is derived from the family feature model and the reference architecture. As described earlier the FMIS development method includes the development of the application feature model and the application architecture.
Retrospective case study: smart wheat production Figure 10 shows the feature model for smart wheat production that is derived after the analysis of the existing case study. This application feature model is obtained by reusing the feature model for FMIS given in Fig. 6 and selecting the features that are needed for this case study. As shown in the figure, for this case study, MQTT session layer protocol of IoT is chosen. The main reasons were because open source implementations of MQTT could be used. MQTT supports TCP and device-to-server communication which were considered necessary in the given context. Likewise, the MQTT feature of the IoT Data Acquisition will be used. Also, in order to support conventional data acquisition with tractors used in wheat production ISOBUS and CAN communications will be supported. Almost all data processing and data visualization features are required for smart wheat production. So almost all of these features remained in the feature diagram of Smart Wheat Production. For this retrospective case study, the FMIS will be integrated with the external weather forecast system only. With information at hand, are you planning to increase the adoption of IoT in the future? Do you think that this reuse-based architecture design method is more effective than the architecture design method that you adopted so far? Do you think that the provided recommended application architecture is of high quality? Do you think that the reference architecture is of high quality? Is the method and the reference architecture sufficient to derive the application architecture? Do you think that the method is practical? Will you use the method again? Do you think that the application of the method can provide a competitive advantage to the organization? Has the usage of the method enhanced your knowledge on IoT based FMIS? Do you have any suggestions for improving the method? Do you have any suggestions for improving the family feature models? Do you have any suggestions for improving the reference architecture?
Decomposition view
Based on the selected features as defined in Fig. 10 , the application architecture can now be derived. As discussed before, the architecture of a system is usually described using multiple different architecture views. For each of the required architectural views it is necessary to develop the application arhiteture view. Figure 11 shows the decomposition view of the Smart Wheat Production that is obtained using the reference decomposition view given in Fig. 7 . As explained above, MQTT, ISOBUS, and CAN data acquisition modules will be used to support IoT communications. All the sub-features of the system management feature of the family feature model will be used, except the light sensing feature. The light sensing feature is used to obtain light maps in the greenhouses. Yield monitoring, yield mapping, and soil type mapping modules will be used to implement data visualization features. All data processing modules namely image/video processing, data mining, decision support, and data logging modules will be implemented. Finally, a single external communication interface: external weather forcast interface module will be implemented. Figure 12 shows the layered view of smart wheat production. Similar to the other views, this view is also customized from the reference layered view diagram which is given in Fig. 8 . Here the modules of the decomposition view are distributed over the layers in the layered view. The modules MQTT interface and conventional interface are allocated to the FMIS-data acquisition layer. The FMIS-application layer includes the modules data processing, data visualization, system management and communication with external system. The FMIS-business layer include fertility management, nutrient management, pest management, weed management, and irrigation management. It was assumed that the other layers and the modules in these layers are similar as defined in the reference architecture.
Layered view
Deployment view
The deployment view of the smart wheat production case study is given in Fig. 13 . The required software modules given in the decomposition view are deployed to a central cloud Fig. 11 IoT based FMIS-decomposition view for an IoT based smart wheat production-retrospective case study server and client (farmer). Since there is no satellite to be used it is omitted for this case. A subset of the features from the ground sensors actuators, and cameras, on-the-go sensors, actuators will be used. These will be deployed on vehicle, tractor or UAV/Drone nodes.
Prospective case study: IoT based smart tomato production in greenhouses
Similar to the retrospective case study the steps of the approach have been applied to derive the FMIS architecture. Due to space limitations the description of the steps will not be repeated and the specific diagrams will not be shown. It should be noted that unlike the retrospective case study, for the prospective case study there was no ready defined architecture. This did not have an impact on the application of the method but for the evaluation the comparison with existing architecture could naturally not be done.
Result of the evaluation for the retrospective case study
The previous subsection has shown the application of the approach. As defined in the case study protocol the effectiveness and practicality of the approach has been analyzed. The results of the interview showed that for all the asked questions a score of 4 or 5 were provided. Based on these results the effectiveness and practicality of the approach will be elaborated on.
Effectiveness of the approach
For assessing the effectiveness of the approach, the resulting application architecture was analyzed and post-interviews were carried out. For the retrospective study the application architecture was described in different document formats including MS PowerPoint and MS Visio. Further some detailed design documents could be accessed. Fig. 12 IoT based FMIS-application layered view for an IoT based smart wheat production-retrospective case study not based on a well-defined viewpoint approach and no systematic approach was used. Nevertheless, it was possible to analyze the existing application architecture and compare it with the application architecture that was derived using the presented approach. For the comparison three relations were identified including (1) convergence (2) deviation (3) absence. The convergence relation implies that similar architecture elements could be identified in both the architecture designs. Deviation implies that the resulting application architecture had additional elements that were not defined in the existing architecture. Finally, absence defines that the resulting application architecture had missing elements that were defined in the existing architecture. Overall the result of the analysis showed that the resulting application architecture was quite similar to the existing architecture. In general, the convergence was very high. Several deviation and absence relations could be identified though. With respect to deviation in the resulting application architecture the modules UAV/Drone Control and External Weather Forecast Interface were not defined in the existing architecture. On the other hand, also some absence relations could be identified. For example, the resulting application architecture did not have the module Finance Interface Module, Farmer Data Module, and Simulation Module that were explicitly defined in the existing application architecture. This became also apparent in the post-interviews. In the interview, the questions 2, 3, 4 and 5 relate directly to the effectiveness of the approach. The architects provided a score of at least 4 for all these questions indicating that the approach is largely effective for the corresponding case.
Practicality of the approach
The practicality of the method was assessed though questions 6 to 9 of the questionnaire. The architects gave at least a score of 4 for all these questions indicating that they were Fig. 13 IoT based FMIS-deployment view of Iot based smart wheat production-retrospective case study quite satisfied with the practicality of the method. Further it was stated that the architecture design could now be more quickly designed. Another interesting issue that was explicitly mentioned was the fact that the method helped to support communication about the design decisions early on. For the question "Will you use the method again?" the answers were positive again and both architects indicated that they would use this method for the subsequent project. The architects also had some suggestions for improvement including the need for allowing specific delta modules when deriving the application architecture.
Result of the evaluation for the prospective case study
Similar to the results of the retrospective study, the answers to the provided questions were positive and received a score of 4 or higher. In the following the effectiveness and practicality of the proposed approach is discussed for the prospective case study.
Effectiveness of the approach
For the retrospective case study, the resulting architecture was compared with the existing architecture to assess the effectiveness of the approach. For this prospective case study, the results could not be compared with an existing application architecture since only requirements document was provided and the application architecture had still to be designed. The requirements document was used to identify the required application feature diagram. Based on this the application architecture was derived. The effectiveness of the application architecture and the overall approach was based on the results of the interview. The scores for the questions 2 to 5 related to effectiveness were at least 4. This indicated that the approach was effective for the given case. The architects noted that the application could be easily derived based on the defined requirements.
Practicality of the approach
For assessing the practicality of the approach, the results of questions 6 to 10 were considered. Again, it appeared that these had all a score with at least 4. Similar to the retrospective case study the approach was found practical and easy to use. Similar statements as in the retrospective case study were made. The explicitly mentioned identified benefits included the reduction of effort to design the architecture, discuss the design decisions, and the surprisingly shorter learning curve than expected.
Discussion
The introduction of the IoT has led to the notion of IoT-based FMIS to support the smart farming goals. This paper aimed to integrate the IoT systems with the FMIS to align both systems and create additional value that cannot be achieved if these are considered separately. This integration effort leads to the enhancement of the current FMIS with new modules that support the smart farming operations based on IoT. In the presented approach these required new modules have been explicitly defined in addition to the traditional FMIS modules. The overall approach as such provides an integrated view of the overall system to better support the architecture of IoT-based FMIS.
The method that was discussed can be adopted for deriving an IoT based FMIS architecture for multiple different systems. Hence, the focus is on the whole product family of IoT based FMISs rather than on a single system. The notion of product families or product line engineering and the corresponding systematic reuse is discussed in detail in the product line engineering community (Clements 2006) . The presented method is inspired and customizes the product line engineering approach in which reference models are developed and applications are developed by reusing these reference models. The reference feature diagram that was shown aims to target and integrate the domains of IoT and FMIS. The focus in this paper was primarily to illustrate the overall method. The feature diagrams as well as the reference architecture design could be easily extended. The architectures for IoT and FMIS were discussed separately and the integration of both for supporting IoT based FMISs was illustrated. The architecture can be extended in two ways. First of all, the different views could be further refined to provide an even more comprehensive result. This would require for example to further detail the modules that are needed in the decomposition view. Secondly, the architecture representations could be extended with other architecture views. Three architecture views were chosen including decomposition view, layered view and deployment view. If needed other architecture views in the architecture documentation process could be used as well. The complete versions of the feature diagrams as well the detailed implemented architecture designs have not been shown due to confidentiality issues.
The reference architecture is designed in such a way that it is generic enough to derive different concrete architectures. Nevertheless, as is the case for all reference models, the reference architecture does not provide all the details. Likewise, a system which requires very dedicated features that were not anticipated would not be covered by the reference architecture. Furthermore, the focus has been on illustrating the reference architecture and the approach for deriving a concrete architecture. This appeared to be useful and practical. However, it is not claimed that the reference architecture is complete, and likewise further research can be used to refine and enhance the reference architecture. For example, the device layer and the related functionality have not been discussed in detail in this article. This could though be easily added without loss of generality and applicability of the proposed approach.
Although, the approach has been shown for two important case studies in the smart agri-food sector, the method can be also applied for the development of other FMISs. The paper did not focus on the implementation of these systems. The reason for this is because of confidentiality and the goal to prescribe the system-to-be in the prospective case study. For the prospective case study, it is decided to develop first a simulation system to evaluate the outcome of the method. This is considered as part of future work. This paper provided both the reference architecture for IoT-based FMIS and the overall approach to derive a concrete architecture. The idea of systematic guidelines for deriving a concrete architecture could also be used for enhancing the use of existing IoT-based reference architectures.
Although the proposed method has illustrated the development of IoT based FMISs, the method could even be used for developing traditional FMISs. In that case the IoT architecture part would be omitted and just the development of reference models for FMIS would be considered. This paper describes a domain-driven approach to design IoT-based FMIS and support the architect in deriving a concrete IoT-based FMIS architecture. Several other important issues need to be considered to realize effective smart farming. Important aspects include the acceptability of the provided IoT technology by the relevant stakeholders including the end-users, development of cost-effective transition strategies, and farm management and agricultural economics. Detailed discussion on economics and profitability of IoT solutions in the agriculture domain have been addressed by multiple studies including (Griffin and Lowenberg-DeBoer 2005; Griffin et al. 2018; Wolfert et al. 2017; Lowenberg-DeBoer et al. 2000; Schimmelpfennig 2016; Kutter et al. 2011) .
Adopting IoT-based FMIS is not trivial and usually requires large economic investments. To justify these up-front investments the return-on-investment both with respect to cost and quality should be defined. Further, IoT-based FMIS potentially requires changes to farm equipment or totally new farm equipment. Hence, it is important to analyze the acceptability and adoption scenarios, and provide clear transition strategies for the efficient introduction, usage and maintenance of smart farming. Due to space limitations and the concrete scope of the paper this is not further discussed.
A systematic case study research has been applied to validate the proposed approach. Each empirical study usually has to deal with a few potential threats to validity. In the following these are discussed for the presented case study research, and the mitigation strategy for each threat is described.
Construct validity refers to what extent the operational measures that are studied really represent what the researchers have in mind and what is investigated according to the research questions (Yin 2009 ). Table 3 shows various identified threats to construction validity together with the counter measures.
Internal Validity relates to a causal relationship between treatment and the outcome. The retrospective case study relied on existing design documentation and related literature. There could be missing information in both cases that would affect the outcome. To mitigate this threat several iterations were done to derive both the application feature model and the application architecture. In the prospective case, the lack of proper requirements documentation could have an impact on the derived decisions. To mitigate this threat, this has been discussed with the interviewed persons in detail and several iterations were adopted.
External Validity concerns the ability to generalize the results of the study. In the evaluation, both a retrospective and prospective case study were adopted derived from different application domains. This was done to support triangulation and likewise extend the external validity. The approach was considered effective for both case studies but due to the small number of participants a stronger statement could not be provided. In the future work a repetition of this study with multiple other case studies with an increased number of participants would further justify the claims of this paper and also support the quantitative evaluation.
Conclusion
Farm management information systems are being increasingly applied in many farming systems. Several architectures for FMISs have been proposed in the literature but these are usually abstract, and it is not trivial to derive the application FMIS architecture for the corresponding context of the farm system. This paper has provided an architecture design method for deriving application architectures for FMISs. For this, reference architectures for IoT and FMIS were adopted, and a novel IoT based FMIS has been defined. The architecture design method has been provided for deriving the customized application FMIS architecture. To support the design of the application architecture a domain driven approach has been adopted whereby a family feature diagram was defined representing the common and variant features of IoT based farm management information systems. The approach was illustrated using a systematic case study approach. Both retrospective and prospective case studies were implemented including IoT based wheat production and IoT based tomato FMIS. The case study research showed that the approach was both effective and practical. It appeared that both the reference architecture that was provided as well as the corresponding method appeared to be very useful in deriving the customized application FMIS architecture. Since in general developing IoT systems is not trivial adopting a systematic approach appears to be useful in not only the final results but also the intermediate steps that support the communication between the stakeholders and the overall guidance of the design decisions. The contribution of this paper can be useful for both researchers who do research on IoT based FMISs as well as practitioners who aim to architect different FMISs. The future work will apply the approach for other farm management systems. Further focus will be on the architecture design and integration of multiple different FMISs.
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