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51 Johdanto
Proseduraalinen sisältö, eli algoritmien avulla luotu sisältö, on ollut pitkään olemassa
tietokonepelien maailmassa. Tietokonepelien alkuaikoina tallennustilaa ei ollut paljoa,
joten siihen aikaan oli yleistä generoida paljon tilaa vievä sisältö pelin suorituksen aika-
na. Nykypäivänä rajoitteiden määrä on vähentynyt, minkä ansiosta proseduraalista sisäl-
lön generointia pystytään käyttämään entistä vapaammin.
Proseduraalinen sisällön generointi on kiinnostanut minua jo pitkään. Aiheena prosedu-
raalinen sisältö on erittäin laaja, mistä johtuen päätin valita aiheekseni pienemmän ko-
konaisuuden proseduraalisesta sisällöstä: proseduraalisen maaston. Tutkimuskysymyk-
seni ovat: mikä tekee luonnossa esiintyvästä maastosta luonnollisen näköistä ja miten
luonnollista maastoa voi luoda algoritmien avulla. Pyrin vastaamaan näihin kysymyk-
siin kirjallisuuskatsauksen ja käytännön osuuden kautta.
Luvussa kaksi käsitellään opinnäytetyön aiheen teoriapohja. Lähden opinnäytetyön teo-
riaosuudessa liikkeelle määrittelemällä tarkemmin, mitä proseduraalinen sisältö pitää si-
sällään. Tämän jälkeen tarkastelen, miten proseduraalinen sisällön generointi ilmenee
nykypäivänä erityisesti pelien ja pelinkehityksen näkökulmasta. Otan lähemmän tarkas-
telun kohteeksi kaksi älykästä suunnittelutyökalua (SpeedTree ja CityEngine), ja kolme
peliä (Don't Starve, Left 4 Dead 2 ja Spelunky), joissa kussakin ilmenee omanlaista pro-
seduraalisen sisällön generointia. Teoriaosuuden lopuksi käsittelen lyhyesti, kuinka pro-
seduraalista sisällön generointia voi jakaa eri ryhmiin ja miksi proseduraalista sisällön
generointia tulisi käyttää.
Opinnäytetyön varsinainen aihe on proseduraalinen maasto ja sen generointi, ja siihen
perehdytään luvussa kolme. Luvussa käydään läpi, mistä palasista tietokoneen avulla
generoitu maasto koostuu ja mikä tekee maastosta luonnollisen näköistä. Luvussa esitel-
lään myös kolme luonnollisen maaston generoinnissa käytettyä algoritmia (keskipisteen
siirto, salmiakki–neliö ja Perlin-kohina) sekä niiden toimintaperiaatteet.
Opinnäytetyön käytännön osuus alkaa luvusta neljä. Käytännön osuuden tavoitteena on
kehittää sovellus, jonka avulla voi visualisoida ja generoida kolmiulotteista maastoa. Ta-
6voitteena on kehittää interaktiivinen sovellus, jonka kautta käyttäjä voi generoida maas-
tokappaleita  ruudulle  näytettäväksi  ja  tarkastella  niitä  eri  kuvakulmista.  Käyttäjä  voi
päättää generoitavan maaston tarkkuuden ja käytettävän algoritmin.
2 Proseduraalinen sisällön generointi
Proseduraalinen sisällön generointi (PCG1) tarkoittaa pelin sisällön luomista algorit-
mien avulla siten, että käyttäjän syöte on rajattu tai epäsuora. Kyse on siis tietokoneoh-
jelmasta,  joka  pystyy  luomaan  sisältöä  itsenäisesti  tai  ihmisen  avulla.  (Kastbjerg,
Schedl, Togelius & Yannakakis 2011.)
Proseduraaliseen sisällön generointiin perehtyneet  Nelson, Shaker & Togelius (2013a)
ovat määritelleet sisällön seuraavasti:
In our deﬁnition, content is most of what is contained in a game: levels, maps, 
game rules, textures, stories, items, quests, music, weapons, vehicles, charac-
ters etc. The game engine itself is not considered to be content in our deﬁnition.
Further, non-player character behaviour – NPC AI2 – is not considered to be 
content either. (Nelson ym. 2013a.)
Nelson ym. (2013a) ovat määritelleet, että sisältö on suurimmaksi osaksi sitä, mitä pe-
leissä esiintyy. Sisältöä on myös jossain määrin määritelty suppeammaksi. Proseduraali-
nen sisältö on yleisesti ottaen häilyvä, epäselvä käsite, joka määritellään usein eri tavoin
(Kastbjerg ym. 2011; Nelson ym. 2013a). Käsittelen sisältöä Nelsonin ja kumppaneiden
määritelmän  mukaan,  sillä  he  ovat  määritelleet  proseduraalisen  sisällön  generoinnin
mielestäni täsmällisesti ja selkeästi.
Nelson ym. (2013a) ovat muodostaneet listan sovelluksista, joita voidaan pitää prosedu-
raalista sisältöä tuottavina:
• ohjelmistotyökalu, joka luo toimintaseikkailupeliin luolastoja ilman ihmisen
syötettä – työkalu tuottaa jokaisella suorituskerralla uuden tason;
• järjestelmä, joka luo avaruusammuntapeliin uusia, kehittyneempiä versioita
pelaajien usein käyttämistä aseista;
1 Procedural content generation.
2 Non-player character artificial intelligence – tietokoneohjatun hahmon tekoäly.
7• ohjelma, joka luo itsenäisesti kokonaisen, pelattavan ja tasapainotetun lauta-
pelin tietokoneelle, käyttäen mahdollisesti olemassa olevia lautapelejä lähtö-
kohtana;
• pelimoottorin väliohjelmisto, joka täyttää pelimaailman kasvillisuudella;
• graafinen suunnittelutyökalu, joka antaa käyttäjän suunnitella strategiapelin
karttoja ja samalla arvioi kartan pelattavuutta ja tekee ehdotuksia kartan pa-
rantamiseksi.
On tärkeää, että proseduraalisesti sisältöä luova järjestelmä ottaa huomioon pelin raken-
teen, käyttömahdollisuudet ja rajoitteet. Tällä tavoin proseduraalinen sisällön generointi
erottuu esimerkiksi generatiivisesta taiteesta ja monista tietokonegrafiikan muodoista.
(Nelson ym. 2013a.) Generatiivista taidetta on esimerkiksi algoritmien avulla generoi-
dut äänet tai kuvat. Jos generatiivista taidetta luova ohjelma on itsenäinen eikä huomioi
peliä millään tavalla, ei se myöskään tuota pelin vaatimusten mukaista sisältöä.
2.1 Proseduraalinen sisältö nykypäivänä
Tietokoneiden tehojen kasvaminen on avannut uusia ovia proseduraaliselle generoinnil-
le. Siirtyminen kaksiulotteisuudesta kolmiulotteisuuteen on vaikuttanut myös ohjelmoi-
jan työn määrään, sillä kaksiulotteiselle maailmalle luodut säännöt eivät välttämättä toi-
mi kolmiulotteisessa maailmassa sellaisenaan. Pienten algoritmien toteutukset onnistu-
vat vielä kohtuullisella vaivalla, mutta mitä yksityiskohtaisemmaksi algoritmit menevät,
sitä  hankalampia  ovat  myös  niiden  toteutukset.  Proseduraalisen  sisällön  generoinnin
hyödyt eivät ole jääneet huomaamatta, sillä nykyään on olemassa useita proseduraali-
suutta hyödyntäviä ohjelmistoja, joita käytetään pelinkehityksen apuna.
SpeedTree (kuva 1) on kokoelma mallinnus- ja renderöintityökaluja, jotka mahdollista-
vat  kolmiulotteisen  kasvillisuuden  luonnin,  realistisen  visualisoinnin  ja  animoinnin.
SpeedTreellä luotu kasvillisuus on mahdollista viedä yleisimpiin 3D-tiedostomuotoihin.
SpeedTree toimii väliohjelmistona useissa pelimoottoreissa, kuten Unreal Engine 3:ssa
ja 4:ssä, Havok Vision Enginessä ja Ogre 3D:ssä. (Interactive Data Visualization, Inc.
2013a.)
8CityEngine (kuva 2) on kolmiulotteisten kaupunkialueiden mallintamiseen ja renderöin-
tiin suunniteltu ohjelmisto. Kaupunkien generointi onnistuu ohjelmalle annettujen sään-
töjen ja syötteiden avulla. CityEnginen mukana tulee ohjelmistokehitystyökalu (SDK3),
jonka avulla CityEnginen toteuttamia geometrioita voi luoda kolmannen osapuolen so-
velluksissa, kuten esimerkiksi mallinnustyökaluissa, pelimoottoreissa tai simulaatio-oh-
jelmissa. Myös CityEngine tukee objektien vientiä yleisimpiin 3D-tiedostomuotoihin.
(Environmental Systems Research Institute, Inc. 2013.)
3 Software development kit.
Kuva 1. Kasvillisuuden mallintamiseen ja animointiin tarkoitettu SpeedTree Modeler 
-ohjelma (Interactive Data Visualization, Inc. 2013b).
9Proseduraalista sisältöä generoivat algoritmit on mahdollista tehdä suoraan pelin sisälle.
Tämä mahdollistaa sisältöä luovan algoritmin suorittamisen peliä pelattaessa. Uutta ta-
soa ladattaessa peli voi yksinkertaisesti vain kutsua algoritmia ja rakentaa tason lataus-
ruudun aikana. Monet satunnaisia tasoja tarjoavat pelit tekevät juuri tällä tavalla. Algo-
ritmin suorittaminen kesken pelin on lähes aina hitaampaa kuin valmiin tiedon lukemi-
nen, mutta generointiin käytetty aika riippuu myös paljon generoitavan sisällön tarkkuu-
desta ja laajuudesta.
Don't Starve (kuva 3) on Klei Entertainmentin kehittämä seikkailusimulaatiopeli, jonka
tarkoituksena on selviytyä mahdollisimman pitkään tuntemattomalla ja kartoittamatto-
malla alueella. Pelaajan täytyy metsästää ruokaa, kerätä materiaalia varusteiden tekoon
ja taistella vihollisia vastaan selviytyäkseen. Pelissä kuolema on pysyvä, joten peli täy-
tyy aloittaa alusta jokaisen kuoleman jälkeen.
Ennen pelin aloittamista pelaajalle generoidaan satunnainen maailma. Maailman gene-
roiva algoritmi päättää pelillisesti tärkeiden asioiden, kuten puiden, kivien, vihollisten ja
marjapensaiden sijainnin sekä maaperän pelimaailmassa. Algoritmi ottaa maaperän huo-
mioon objekteja sijoitellessaan, minkä ansiosta generoidusta maailmasta tulee yhtenäi-
sempi. Pelaaja voi halutessaan vaikuttaa generoitavien tasojen ominaisuuksiin esimer-
kiksi lisäämällä tai vähentämällä tiettyjen objektien määrää maailmassa.
Kuva 2. Tyypillinen näkymä CityEngine-ohjelmassa (Esri R&D Center Zurich 2013).
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Left 4 Dead 2 (kuva 4) on Valven kehittämä silmistä kuvattu toimintapeli. Pelissä ohja-
taan yhtä neljästä hahmosta, jotka ovat selviytyneet vaarallisesta tartunnasta. Infektioon
sairastuneet ihmiset ovat muuttuneet vihamielisiksi zombeiksi. Pelaajan tehtävänä on
joko  yksin  tietokoneohjattujen  hahmojen  kanssa  tai  verkon  välityksellä  kavereiden
kanssa liikkua turvapaikasta toiseen ja samalla väistää tai tappaa eteen tulevia zombeja,
jotka yrittävät estää hahmojen etenemisen. Pelaajilla on käytettävissä laaja valikoima
erilaisia aseita paistinpannusta kranaatinheittimeen.
Pelin merkittävin elementti on sen sisäänrakennettu AI Director 2.0 -tekoäly, joka sääte-
lee dynaamisesti pelin tahditusta pelaajien käyttäytymisen mukaan. Säädeltäviin omi-
naisuuksiin kuuluvat mm. vihollisten ja tavaroiden asettelu, musiikki, säätila ja valaistus
vuorokaudenajan mukaan (Valve Corporation 2014).  Zombien määrää ei  ole  ennalta
määrätty, vaan niitä generoituu tarpeen mukaan. Tekoäly pyrkii generoimaan zombeja
seinien ja esteiden taakse, minne pelaajat eivät näe.
Kuva 3. Don't Starve -pelissä kuudes yö voi näyttää tältä (Klei Entertainment 2013).
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Spelunky (kuva  5) on Derek Yun kehittämä sivusta päin kuvattu kaksiulotteinen taso-
hyppelypeli. Pelin ideana on seikkailla maan alla sijaitsevissa tunneleissa, kerätä rahaa,
väistellä ansoja ja vihollisia ja päästä niin syvälle kuin mahdollista. Pelattavalla hahmol-
la on alusta asti aseena ruoska, mutta pelaaja voi halutessaan ostaa aseita ja muita apu-
välineitä, jotta eteneminen on helpompaa. Kuolema on Don't Starven tapaan pysyvä ja
koko peli joudutaan aloittamaan alusta, mikäli pelaaja kuolee. Myös Spelunkyssä jokai-
nen taso on satunnaisesti generoitu, joten pelikokemus ei ole koskaan täysin samanlai-
nen. Tämän lisäksi pelaaja voi tuhota ympäristöä oman mielensä mukaan esimerkiksi
pommeilla tai hakulla.
Tason generoiva algoritmi jakaa tason kuuteentoista suorakulmion muotoiseen osaan tai
huoneeseen. Tämän jälkeen algoritmi suunnittelee reitin huoneita pitkin sisäänkäynniltä
uloskäynnille.  Jokainen  huone  saa  ennalta  määrätyn  huonepohjan  aloitustilanteeksi.
Huonepohjaa muokataan hieman erinäköiseksi ja lopuksi sinne lisätään viholliset, ansat
ja aarteet. (Yu 2011.)
Kuva 4. Zombit yllättävät usein seinien takaa Left 4 Dead 2 -pelissä (Valve Corporation 
2009).
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Valitsin edellä mainitut sovellusesimerkit, koska ne kuvastavat hyvin proseduraalisen si-
sällön generoinnin käyttötapauksia nykypäivänä. Sovellukset ovat yhtä aikaa sekä erilai-
sia  että  samankaltaisia  proseduraalisen  sisällön  generoinnin  kannalta:  SpeedTree  ja
CityEngine eivät suoraan ota huomioon pelin rakennetta, käyttömahdollisuuksia eikä ra-
joitteita. Ne eivät suoraan tuota pelin sääntöjen mukaista sisältöä. Näillä työkaluilla luo-
tu sisältö vaatii lähes poikkeuksetta vierelleen pelin säännöt tavalla tai toisella: suunnit-
telijan on tiedettävä, millaista sisältöä peli tarvitsee ja algoritmille on kerrottava rajoit-
teet, joita noudatetaan sisältöä generoitaessa. Don't Starveen ja Spelunkyyn rakennetut
tasogeneraattorit tietävät rajoitteet, joiden mukaan sisältöä generoidaan. Don't Starvessa
käyttäjä voi ohjata maailman generoivaa algoritmia rajoitetusti haluamaansa suuntaan,
mutta Spelunkyssä käyttäjä ei voi vaikuttaa tasojen generointiin lainkaan. Left 4 Dead 2
puolestaan käsittelee proseduraalisen generoinnin dynaamisempaa puolta, jossa pelaa-
jien teoilla on merkitystä pelikokemuksen kannalta. Esimerkit auttavat myös hahmotta-
maan  proseduraalisen  sisällön  generoinnin  eri  muotoja,  joita  käsitellään  seuraavassa
vussa.
Kuva 5. Eräs Spelunky-pelin ensimmäisistä tasoista (Mossmouth 2013).
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2.2 Proseduraalisen sisällön generoinnin jaottelu
Proseduraalinen sisällön generointi on kehittynyt ajan myötä monipuolisemmaksi, min-
kä ansiosta sen ominaisuuksia voi analysoida entistä kattavammin. Browne ym. (2010;
2011) ovat jakaneet proseduraalisen sisällön generoinnin viiteen ryhmään:
• yhteydessä oleva ja yhteydetön,
• välttämätön ja valinnainen,
• siemenluvut ja parametrivektorit,
• stokastinen ja deterministinen, ja
• rakentava ja generoi–ja–testaa.
Nelson ym. (2013a) ovat täydentäneet jaottelua kahdella uudella ryhmällä:
• geneerinen ja mukautuva, ja
• automaattinen generointi ja sekoitettu alkuperä.
Ryhmiä ei ole tarkoitettu täydellistä kaksijakoista erottelua varten – proseduraalista si-
sältöä generoivan algoritmin voisi pikemminkin kuvitella kuuluvan jonnekin ääripäiden
välille (Browne ym. 2010; 2011; Nelson ym. 2013a). Mikään ei myöskään estä sisällön
kuulumista useampaan kuin yhteen ryhmään.
Yhteydessä oleva ja yhteydetön
Sisältö generoidaan joko pelin pelaamisen aikana (yhteydessä oleva) tai pelin kehityk-
sen aikana tai  ennen pelaamisen aloittamista (yhteydetön) (Browne ym. 2010; 2011;
Nelson ym. 2013a). Yhteydessä oleva generointi mahdollistaa sisällön muokkaamisen
pelaajasta kerätyn tiedon mukaan ja muutosten heijastamisen pelimaailmaan peliä pelat-
taessa. Yhteydetön generointi puolestaan soveltuu paremmin ympäristöjen ja karttojen
luontiin, joiden generointi voi olla hyvin monimutkaista. (Nelson ym. 2013a.) Yhtey-
dessä olevan sisällön erityisenä piirteenä on se, että se vie tilaa ainoastaan tietokoneen
keskusmuistista. Yhteydetön sisältö pitää tallentaa massamuistille, ennen kuin sitä voi-
daan käyttää.
Välttämätön ja valinnainen
Välttämätön sisältö on pakollista pelin läpäisemisen kannalta, kun taas valinnainen si-
sältö  on  ylimääräistä,  vaihdettavissa  tai  poistettavissa  olevaa  sisältöä  (Nelson  ym.
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2013a). Suurin ero näillä kahdella on se, että välttämättömän sisällön on oltava aina vir-
heetöntä (Browne ym. 2010; 2011; Nelson ym. 2013a).
Siemenluvut ja parametrivektorit
Siemenluvut ja parametrivektorit ovat molemmat tapoja kontrolloida generointiavaruut-
ta. Siemenluvut mahdollistavat saman sisällön generoinnin eri suorituskerroilla, mikäli
syötteenä on sama siemenluku (Nelson ym. 2013a). Parametrivektorit pitävät sisällään
ominaisuuksia,  joita  generoitavalta  sisällöltä  edellytetään.  (Browne ym.  2010;  2011;
Nelson ym. 2013a.) Siemenluku ei siis suoraan ota kantaa generoitavan sisällön ominai-
suuksiin.
Stokastinen ja deterministinen
Stokastinen ja deterministinen sisällön generointi ovat toistensa vastakohtia. Determi-
nistinen sisältöä generoiva järjestelmä takaa, että sama sisältö voidaan generoida uudel-
leen  samoilla  lähtöarvoilla  ja  parametreilla  (Browne  ym.  2010;  2011;  Nelson  ym.
2013a). Stokastinen sisältöä tuottava järjestelmä ei yleensä voi tuottaa samaa sisältöä sa-
moilla lähtöarvoilla (Nelson ym. 2013a). Browne ym. (2010; 2011) huomauttavat, ettei
satunnaislukugeneraattoreille annettavia siemenlukuja lasketa parametreiksi, koska sen
seurauksena kaikki algoritmit olisivat deterministisiä.
Rakentava ja generoi–ja–testaa
Rakentavassa sisällön generoinnissa sisältö luodaan vain kerran, jonka jälkeen muutok-
sia ei enää sallita. Rakentavan algoritmin on varmistettava, että sisältö on virheetöntä tai
vähintäänkin kelvollista. Generoi–ja–testaa-tekniikassa sisältö luodaan ja sen oikeelli-
suus testataan. Jos sisältö ei läpäise testausvaihetta, kaikki tai osa sisällöstä hylätään ja
luodaan uudelleen. Tätä jatketaan kunnes hyväksyttävä ratkaisu löytyy. (Browne ym.
2010; 2011.)
Geneerinen ja mukautuva
Geneerisellä sisällöllä tarkoitetaan yleistä, tavallista sisältöä, joka ei ota huomioon pe-
laajan käyttäytymistä ja siitä kerättyä tietoa. Mukautuva sisältö puolestaan ottaa huo-
mioon pelaajasta kerätyn tiedon, analysoi sitä ja luo yksilöityä sisältöä kerätyn tiedon
pohjalta. (Nelson ym. 2013a.)
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Automaattinen generointi ja sekoitettu alkuperä
Automaattisessa generoinnissa käyttäjä voi rajoitetusti ohjata algoritmin tuottamaa sisäl-
töä syötteiden avulla. Sekoitettu alkuperä sallii käyttäjän ja algoritmin työskennellä yh-
dessä – käyttäjä voi tehdä muutoksia algoritmin tuottamaan sisältöön tai olla jossakin
määrin vastuussa sisällöstä, jolloin algoritmin tehtäväksi jää varmistaa sisällön oikeaop-
pinen rakenne. (Nelson ym. 2013a.)
2.3 Miksi proseduraalista sisällön generointia tulisi käyttää?
Ilmeisin syy käyttää proseduraalista sisällön generointia on se, ettei ihmisen tarvitse olla
itse luomassa sisältöä. Ihmiset ovat hitaita ja kalliita, ja ihmisten työpanosta tarvitaan
ajan myötä enemmän ja enemmän pelinkehityksessä. Tietokonepelien keksimisestä läh-
tien kaupallisesti menestyviin peleihin käytetty henkilötyökuukausimäärä on kasvanut
jatkuvasti. Nykyään on yleistä, että peliä kehitetään satojen ihmisten voimalla vuosien
ajan. Tämä johtaa tilanteeseen, jossa yhä harvempi peli on tuottoisa ja yhä harvemmalla
kehittäjällä on varaa kehittää peli, mikä puolestaan johtaa riskittömämpiin ja vähemmän
monipuolisempiin peleihin. (Nelson ym. 2013a.)
Suuri osa kalliista työntekijöistä on suunnittelijoita ja artisteja. Mikäli kehittäjä voisi
korvata osan heistä algoritmeilla vaikuttamatta laatuun, olisi pelien kehittäminen hal-
vempaa ja nopeampaa. Proseduraalisen sisällön generoinnin avulla pienet, muista riip-
pumattomat yritykset tai harrastelijat voisivat kehittää sisällöltään laadukkaita pelejä il-
man laajoja resursseja. (Nelson ym. 2013a.)
Työntekijöiden korvaamisen sijaan proseduraalista sisällön generointia voisi hyödyntää
myös älykkäissä suunnittelutyökaluissa, jolloin yksittäisen suunnittelijan luovuus tehos-
tuisi (Nelson ym. 2013a). Proseduraalinen sisällön generointi voi avartaa ihmisen rajoit-
tunutta mielikuvitusta ja inspiroida suunnittelijoita luomaan pohjan omille luomuksille
(Browne, Stanley, Togelius & Yannakakis 2010; 2011). Ihmisen tekemään sisältöön ver-
rattuna algoritminen lähestymistapa voi tuottaa täysin erilaista sisältöä ja siten tarjota
odottamattoman,  mutta  pätevän  ratkaisun  ongelmaan  (Nelson  ym.  2013a).  Aiemmin
mainitut SpeedTree ja CityEngine ovat esimerkkejä tällaisista suunnittelutyökaluista.
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Proseduraalisen  sisällön  generointi  on  selvästi  hyödyllistä,  mutta  tarpeet  vaihtelevat
riippuen siitä, onko kyse isosta yrityksestä vai harrastelijasta. Isoja yrityksiä ei välttä-
mättä  kiinnosta  korvata  ammattitaitoisia  työntekijöitään  proseduraalisilla  ohjelmilla.
Harrastelijalle tietokoneen avulla luotu sisältö voi olla iso apu, koska harrastelijalla ei
välttämättä ole ympärillä monen alan osaajia. Toisaalta älykkäästä suunnittelutyökalusta
voisivat hyötyä sekä isot yritykset että harrastelijat.
Käsin tehtyä sisältöä voi monissa tapauksissa muokata helpommin kuin proseduraalista
sisältöä. Algoritmille ei voi välttämättä kertoa ajatuksiaan niin tarkasti kuin olisi tar-
peen. Riittävän yksityiskohtainen proseduraalista sisältöä tuottava algoritmi on kuiten-
kin erittäin tehokas sille tarkoitettuun tehtävään.
3 Proseduraalinen maasto
Proseduraalista maastoa voi käsitellä proseduraalisen sisällön osajoukkona. Viime lu-
vussa käytiin läpi, mitä proseduraalinen sisältö on, ja miten proseduraalista sisältöä voi
hahmottaa eri osa-alueisiin. Tässä luvussa käsitellään luonnollisen maaston proseduraa-
lista generointia: mistä palasista tietokoneen avulla generoitu maasto koostuu ja mikä
tekee maastosta luonnollisen näköistä. Luvun lopussa käydään läpi kolme erilaista luon-
nollisen maaston generoinnissa käytettyä algoritmia toimintaperiaatteineen.
Maastoa löytyy lähes jokaisesta kolmiulotteisesta pelistä. Tyypillisesti maaston päällä
liikutaan, mutta viime kädessä itse peli on vastuussa maaston roolista pelin sisällä. Ko-
hina on maaston ohella hyvin yleistä sisältöä peleissä ja sen avulla pystytään luomaan
epäsäännöllisyyttä erilaisille pinnoille. (Nelson, Shaker & Togelius 2013b.)
Yksinkertaisimmillaan maasto koostuu korkeuseroista. Korkeuserot voivat olla isoja tai
pieniä, mutta ne ovat aina läsnä. Korkeuserojen vaihtelu on tietyssä määrin rauhallista,
eivätkä korkeuserot vaihtele yhtäkkiä pienimmän ja suurimman arvon välillä: luonnossa
kävellessä ei tule kovinkaan usein pystysuoria seinämiä vastaan.
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3.1 Satunnaisuus ja sen vaikutus proseduraaliseen maastoon
Satunnaisuus on olennainen osa maastojen generointia:  sitä käytetään usein tuomaan
luonnollisuutta algoritmien tuottamiin maastoihin. Satunnaisuudesta puhuttaessa puhu-
taan usein myös kohinasta. Tietokonegrafiikassa kohinaa voi mallintaa satunnaisilla, toi-
sistaan riippumattomilla luvuilla tietyltä väliltä.
Satunnaisia lukuja generoidaan satunnaislukugeneraattoreilla. Satunnaislukuja käytetään
usein  korkeusarvojen  generoinnin  yhteydessä.  Algoritmit  laskevat  korkeusarvot  aina
täsmällisesti:  samoilla lähtöarvoilla  päästään aina samaan lopputulokseen. Luonnolli-
suuteen kuuluu pieni epätäydellisyys, jonka simulointiin satunnaislukugeneraattorit so-
veltuvat mainiosti.
Satunnaislukugeneraattorit helpottavat erilaisten maastokappaleiden luontia samalla al-
goritmilla. Algoritmit työskentelevät pääasiassa annetuilla luvuilla ja tuottavat niitä vas-
taavan lopputuloksen. Satunnaislukugeneraattoreiden avulla algoritmille voi syöttää eri-
laisia lukuja kerta toisensa jälkeen, mikä mahdollistaa erilaisten maastokappaleiden ge-
neroinnin hyvin pienellä vaivalla.
Satunnaislukugeneraattorit
Tietokonetta on hyvin vaikea saada tekemään mitään satunnaista, koska se noudattaa
sille annettuja ohjeita. Jos tietokone ei noudattaisi annettuja ohjeita, olisi se viallinen.
Tietokoneen toiminta on siis determinististä. Satunnaisuutta voi lähestyä tietokoneella
pääasiassa  kahdella  eri  tavalla:  näennäissatunnaislukugeneraattoreilla  (PRNG4)  ja  ai-
doilla satunnaislukugeneraattoreilla (TRNG5). (Randomness and Integrity Services Ltd.
2012.)
Näennäissatunnaislukugeneraattorit luovat lukuja matemaattisten kaavojen tai ennalta
laskettujen taulukkoarvojen perusteella. Näennäissatunnaisuusteoriaa on tutkittu paljon
ja nykyajan algoritmit tuottavat hämäävästi aidosti satunnaisen oloisia lukuja. Näennäis-
satunnaislukugeneraattoreilla on myös yksi tärkeä ominaisuus: niiden tuottamat luvut
4 Pseudo-random number generator.
5 True random number generator.
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ovat toistettavissa. Tämän ansiosta ne soveltuvat mainiosti esimerkiksi simulointiin ja
mallintamiseen. (Randomness and Integrity Services Ltd. 2012.)
Aidot satunnaislukugeneraattorit sen sijaan louhivat satunnaisuutta oikean maailman il-
miöistä.  Tämä voi olla esimerkiksi  käyttäjän liikuttaman hiiren liike,  radioaktiivinen
lähde tai ilmakehän kohina. (Randomness and Integrity Services Ltd. 2012.) Aito satun-
naisuus soveltuu hyvin esimerkiksi lottorivien arpomiseen, jossa toistettavuus ei ole ha-
luttua.
Kohina
Kohinaa voi havaita vanhoissa televisioissa kuvan muodossa ja radioissa äänen muodos-
sa. Kohina on kaikessa elektroniikassa esiintyvää signaalin satunnaista vaihtelua. Kohi-
naa käytetään tietokonegrafiikassa erityisen paljon proseduraalisessa teksturoinnissa ja
mallintamisessa.  Proseduraaliseen teksturointiin ja mallintamiseen perehtyneet  Lagae,
Lefebvre, Cook, DeRose, Drettakis, Ebert, Lewis, Perlin & Zwicker (2010) ovat määri-
telleet kohinan tietokonegrafiikan satunnaislukugeneraattoriksi. Käsittelen kohinaa hei-
dän määritelmänsä mukaan.
3.2 Korkeuserojen tuottaminen ohjelmallisesti
Korkeuseroja on helppo havaita silmin, mutta miten korkeuseroja lähestytään tietoko-
neella? Tietokoneella luotu kolmiulotteinen maastokappale koostuu pohjimmiltaan kol-
mioista  ja  vertekseistä  (Akeley,  Feiner,  Foley,  Hughes,  McGuire,  Sklar  & van Dam
2013, 187–198). Kolmiot on asetettu siten, että kaksi kolmiota muodostaa yhden neliön.
Yksi kolmio puolestaan muodostuu kolmesta pisteestä eli verteksistä. Vierekkäisillä kol-
mioilla voi olla useampia yhteisiä verteksejä. Yksi neliö koostuu siis kahdesta kolmiosta
ja yhteensä neljästä verteksistä.
Verteksien sijaintia voi muuttaa. Verteksin sijainnin muuttaminen vaikuttaa myös kaik-
kiin kolmioihin, jotka ovat sidoksissa kyseessä olevaan verteksiin. Maaston tapauksessa
keskitymme vain verteksien korkeuden muuttamiseen. Verteksit ovat siis pisteitä kolmi-
ulotteisessa avaruudessa ja määrittävät kolmiulotteisen maaston korkeuden kyseisessä
pisteessä. Verteksejä käsitellään kaksiulotteisen taulukon eli matriisin avulla.
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Kohinaa ja maastoa voi kuvata kaksiulotteisella matriisilla, jossa on reaalilukuja (kuva
6). Matriisin rivit ja sarakkeet vastaavat x- ja y-ulottuvuuksia. Kohinan tapauksessa al-
kioiden arvot kertovat kyseessä olevien kuvapisteiden kirkkauden. Tätä kutsutaan  voi-
makkuuskartaksi (intensity map). Maaston tapauksessa alkioiden arvot kertovat maaston
korkeuden  kyseisessä  pisteessä.  Tätä  puolestaan  kutsutaan  korkeuskartaksi (height
map). (Nelson ym. 2013b.)
Korkeuskartta on yleisesti ottaen kaksiulotteinen taulukko, joka pitää sisällään maasto-
kappaleen korkeusarvoja, jotka ovat yksinkertaisesta vain lukuja. Kutakin maastokappa-
leen verteksiä tulee vastata yksi korkeuskartan alkio. Korkeuskartan alkioiden lukumää-
rä on siis suoraan verrannollinen maastokappaleen verteksien lukumäärään.
Taulukon voisi täyttää satunnaisilla luvuilla, mutta lopputuloksena olisi kohinaa muis-
tuttava korkeuskartta. Toisistaan riippumattomat korkeusarvot, jotka heittelehtivät vuo-
rotellen ääripäissä, saavat aikaan piikikkään ja epärealistisen muodon maastolle. Epä-
realistisuus korostuu, jos vaihteluväli on iso. Toisaalta pientä vaihteluväliä käyttäen pel-
killä satunnaisilla luvuillakin voi saada miellyttävän näköistä maastoa.
Luonnollisessa maastossa esiintyy isoja,  määrittäviä piirteitä ja pieniä yksityiskohtia.
Korkeuskartassa tulisi myös esiintyä edellä mainittuja piirteitä lukujen muodossa. Seu-
raavassa luvussa esitellään luonnollisen maaston generoinnin keskeinen käsite: fraktaali.
3.3 Fraktaali
Fraktaali on kappale tai joukko, joka näyttää samankaltaiselta huolimatta siitä, millä
suurennoksella sitä katselee (kuva 7). Kappaleen ei tarvitse näyttää täysin samalta, mut-
Kuva 6. Tyypin m×n matriisi, jossa on m riviä ja n saraketta.
M = ( a11 a12 ⋯ a1na21 a22 ⋯ a2n⋮ ⋮ ⋱ ⋮
am1 am2 ⋯ amn
)
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ta kappaleelle ominaisten rakenteiden tulisi esiintyä suurennoksesta huolimatta. Toisin
sanoen fraktaali on itsesimilaarinen. (Weisstein 2013.) Fraktaaligeometrian on kehittä-
nyt ranskalainen matemaatikko Benoît B. Mandelbrot (1924–2010).
Mandelbrot kuvailee TED Conferences -esityksessään Romanesco-kukkakaalia (kuva 8)
seuraavasti:
It's a cauliflower. Now why do I show a cauliflower, a very ordinary and an-
cient vegetable? Because old and ancient as it may be, it's very complicated 
and it's very simple, both at the same time. – – suppose you try to measure its 
surface. Well, it's very interesting. If you cut, with a sharp knife, one of the flo-
rets of a cauliflower and look at it separately, you think of a whole cauliflower, 
but smaller. And then you cut again, again, again, – – and you still get small 
cauliflowers. So the experience of humanity has always been that there are 
some shapes which have this peculiar property, that each part is like the whole, 
but smaller. (TED Conferences, LLC 2010.)
Jos kukkakaalista leikkaa terävällä veitsellä yhden kukinnon ja tarkastelee sitä erillään,
se näyttää kokonaiselta kukkakaalilta mutta pienemmältä. Sama toistuu jokaisen leik-
kauksen jälkeen. Ihmiset ovat aina kokeneet, että on olemassa muotoja, joilla on tämä
Kuva 7. Mandelbrotin joukko on yksi tunnetuimmista fraktaaleista (Beyer 2005).
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omituinen ominaisuus: jokainen osa on kuin kokonaisuus mutta pienempi.  (TED Con-
ferences, LLC 2010.)
Itsesimilaarisilla  kappaleilla  ei  ole  luonnollista  kokoa.  Euklidisilla  kappaleilla,  kuten
ympyröillä ja palloilla on halkaisijat, ja neliöillä on sivujen pituudet. Luonnossa esiinty-
vien fraktaalien kuvissa käytetään usein euklidisia kappaleita vertailua varten, jotta mit-
takaava voidaan hahmottaa oikein (kuva 9 ja 10). Linssinsuojukset ovat yleisiä vertailu-
kappaleita geologian kirjojen kuvissa. (Frame, Mandelbrot & Neger 2014.)
Kuva 8. Fraktaaleja Romanesco-kukkakaalissa (Hilten 2007).
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Maasto on muodoltaan fraktaali. Maastoa voi tarkastella kaukaa tai läheltä, mutta ilman
vertailukappaletta ei voi tietää, millä suurennoksella maastoa tarkastellaan. Luonnossa
esiintyviä fraktaaleja ei pysty mittaamaan tarkasti perinteiseen tapaan. Mandelbrot käsit-
telee TED Conferences -esityksessään fraktaalien mittaamista:
Humanity had to learn about measuring roughness. This is very rough, and this 
is sort of smooth, and this perfectly smooth. Very few things are very smooth. 
So then if you try to ask questions: "What's the surface of a cauliflower?" Well,
you measure and measure and measure. Each time you're closer, it gets bigger, 
down to very, very small distances. What's the length of the coastline of these 
lakes? The closer you measure, the longer it is. The concept of length of coast-
line, which seems to be so natural because it's given in many cases, is, in fact, 
complete fallacy; there's no such thing. You must do it differently. (TED Con-
ferences, LLC 2010.)
Valtion rantaviivan määrittäminen ei ole niin yksinkertaista kuin voisi luulla. Vastaus
riippuu mittauksissa käytetyn viivoittimen pituudesta. Lyhyempi viivoitin mittaa enem-
Kuva 9. Luonnossa esiintyvillä fraktaaleilla ei ole olemassa luonnollista kokoa, mutta 
linssinsuojus auttaa hahmottamaan mittakaavaa (Frame ym. 2014).
Kuva 10. Linssinsuojuskaan ei aina kerro totuutta (Frame ym. 2014).
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män lampien ja salmien mutkia kuin pitkä viivoitin. Viivoittimen pituuden pienentyessä
rantaviivan arvioitu pituus kasvaa (kuva  11). Tätä kutsutaan  rantaviivaparadoksiksi ja
se on tunnettu esimerkki fraktaalista. (Weisstein 2013.)
Fraktaali on keskeinen käsite luonnollisen maaston jäljittelyssä. Samankaltaisten piirtei-
den tulisi esiintyä maastokappaleessa huolimatta siitä, millä suurennoksella sitä tarkas-
tellaan. Maaston generointiin kehitetyt algoritmit ovatkin pääasiassa fraktaalialgoritme-
ja, ellei tarkoituksena ole jäljitellä epätodellista maastoa. Fraktaalialgoritmit määritel-
lään tyypillisesti siten, että seuraavat arvot ovat riippuvaisia edellisistä arvoista. Tällä
tavoin varmistetaan, että generoitava maastokappale on itsesimilaarinen.
Kuva 11. Iso-Britannian rantaviiva. Vasemmanpuoleisessa kuvassa viivoittimen pituus 
on 200 km, jolloin rantaviivan pituudeksi tulee noin 2350 km. Oikeanpuoleisessa kuvas-
sa viivoittimen pituus on 50 km, jolloin rantaviivan pituudeksi tulee noin 3425 km. (Van
de Sande 2006.)
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3.4 Algoritmit
Algoritmi eli toimintaohje, on proseduraalisen maaston (ja minkä tahansa proseduraali-
sesti luodun sisällön) tärkein elementti. Algoritmin voi kuvitella olevan ohjelmalle ker-
rottu resepti, jolla saa aikaan sen mukaista sisältöä.
Seuraavaksi esitellään kolme maaston generoinnissa yleisesti käytettyä algoritmia: kes-
kipisteen siirto, salmiakki–neliö ja Perlin-kohina. Kaksi ensimmäistä algoritmia toimi-
vat fraktaalien tapaan: ensin lähdetään liikkeelle isoista, määrittävistä piirteistä, jonka
jälkeen siirrytään yksityiskohtaisempiin piirteisiin. Tätä toistetaan haluttuun tarkkuuteen
asti. Perlin-kohina on puolestaan gradienttikohinaan6 (gradient noise) perustuva algorit-
mi. Ensiksi luodaan satunnaisista gradienteista koostuva mielivaltaisen kokoinen ristik-
ko tai hila, jonka jälkeen hilan välikköihin osuvien pisteiden korkeusarvot voidaan las-
kea pistettä ympäröivien vektorien perusteella.
3.4.1 Keskipisteen siirto
Keskipisteen siirto (midpoint displacement) on fraktaalialgoritmi, joka perustuu rekur-
siiviseen7 jaotteluun – aluksi lähdetään liikkeelle suorasta viivasta kahden erillisen pis-
teen  välillä.  Viivan  puoliväliin  tulee  uusi  piste,  jonka  korkeusarvoksi  tulee  kahden
ulomman pisteen keskiarvo, johon lisätään pieni virhearvo. Virhearvo voi olla esimer-
kiksi satunnaislukugeneraattorin tuottama luku tietyltä väliltä. Tätä jatketaan rekursiivi-
sesti jokaiselle uudelle viivalle, kunnes haluttu yksityiskohtaisuus saavutetaan. Tämän
lisäksi virhearvo tulee suhteuttaa viivan pituuteen. Muussa tapauksessa keskipisteiden
korkeusarvot  voivat  heittelehtiä  epävakaasti.  Vaihteluväliä  pienentämällä  alkupiirteet
ovat isoja ja lättäniä, kun taas myöhemmät piirteet ovat pieniä ja yksityiskohtaisia. Lo-
pullinen kokonaiskuva koostuu isoista määrittävistä piirteistä ja pienistä yksityiskohtai-
sista piirteistä. (Archer 2011.)
Kaksiulotteinen versio algoritmista toimii lähes yhtä yksinkertaisesti. Algoritmin lähtö-
tilanne on kaksiulotteinen taulukko, jonka leveys ja korkeus on muotoa 2n + 1, missä n
6 Vektori on matemaattinen olio, jolla on suunta ja suuruus. Gradientti on vektori, joka osoittaa suuntaan, 
jossa maaston korkeusarvon kasvu on suurimmillaan.
7 Rekursiivinen algoritmi on algoritmi, joka kutsuu itseään.
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on  kokonaisluku  väliltä  [ 0, ∞[.  Taulukon  kulmiin  tulee  myös  asettaa  korkeusarvot
(kuva 12). Tämän jälkeen aloitetaan varsinainen rekursio.
Taulukon kulmapisteet muodostavat neliön. Neliön keskipisteelle lasketaan korkeusarvo
(kuva 13): lisätään kulmapisteiden korkeusarvot yhteen, jaetaan summa neljällä ja lisä-
tään lopputulokseen pieni virhearvo.
Seuraavaksi lasketaan neliön sivujen keskipisteiden korkeusarvot (kuva 14): lisätään si-
vun keskipisteen molemmilla  puolilla  olevien pisteiden korkeusarvot  yhteen,  jaetaan
summa kahdella ja lisätään lopputulokseen pieni virhearvo.
Taulukko muodostuu nyt neljästä pienemmästä neliöstä. Tässä vaiheessa jokaiselle ne-
liölle voi laskea keskimmäisen pisteen korkeusarvon samalla menetelmällä kuin aiem-
minkin (kuva 15): lasketaan neliön kulmien korkeusarvojen keskiarvo ja lisätään loppu-
tulokseen pieni virhearvo.
Kuva 12. Lähtötilanteessa taulukon kulmiin asetetaan korkeusarvot.
Kuva 13. Neliön keskipisteen korkeusarvo on kulmapisteiden korkeusarvojen keskiarvo
plus pieni virhearvo.
Kuva 14. Neliön sivun keskipisteen korkeusarvo on sivulla olevien päätepisteiden kor-
keusarvojen keskiarvo plus pieni virhearvo.
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Sivujen keskipisteiden korkeusarvojen laskeminen onnistuu myös aiemmin mainitulla
tavalla (kuva  16): lasketaan sivun keskipisteen molemmilla puolilla olevien pisteiden
korkeusarvojen keskiarvo ja lisätään lopputulokseen pieni virhearvo.
Toimintaperiaate
1. Laske neliön keskipisteen korkeusarvo.
2. Laske neliön sivujen keskipisteiden korkeusarvot.
3. Pienennä virhearvon vaihteluväliä.
4. Jaa neliö neljään pienempään neliöön.
5. Aloita vaihe 1 jokaiselle uudelle neliölle.
6. Algoritmin suoritus lopetetaan, kun neliöt muodostuvat viereisistä alkioista.
3.4.2 Salmiakki–neliö
Salmiakki–neliö (diamond-square) on paranneltu versio keskipisteen siirto -algoritmista.
Keskipisteen siirto -algoritmissa neliöiden sivujen keskipisteiden korkeusarvojen laske-
misessa käytetään kahta pistettä ja neliöiden sisällä olevien keskipisteiden korkeusarvo-
jen laskemisessa taas neljää pistettä. Tästä syystä keskipisteen siirto -algoritmin tuotta-
missa korkeuskartoissa esiintyy huomattavia suoran viivan muotoisia saumoja.
Kuva 15. Jokaisen uuden neliön keskipiste lasketaan samalla periaatteella kuin aiem-
minkin.
Kuva 16. Neliön sivujen keskipisteiden korkeusarvojen laskemisen jälkeen taulukko 
koostuu jälleen neliöistä. Algoritmia ei tarvitse enää suorittaa, kun taulukko on täytetty 
korkeusarvoilla.
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Salmiakki–neliössä uusien pisteiden korkeusarvot  lasketaan lähes  aina neljän pisteen
perusteella.  Tämän  ansiosta  salmiakki–neliössä  ei  esiinny lainkaan  viivan  muotoisia
saumoja.  Salmiakki–neliö vaatii  keskipisteen siirron lailla aloitustilanteeksi taulukon,
jonka leveys ja korkeus on muotoa  2n + 1, missä  n on kokonaisluku väliltä  [ 0, ∞[ ja
jonka kulmiin on asetettu korkeusarvot. Algoritmissa on kaksi vaihetta: salmiakki- ja
neliövaihe.
Salmiakkivaihe
Otetaan kaikki neljästä pisteestä koostuvat neliöt  ja generoidaan korkeusarvot niiden
keskipisteisiin (kuva 17a). Korkeusarvo saadaan laskemalla neliön neljän kulmapisteen
korkeusarvojen keskiarvo. Lopputulokseen lisätään myös pieni virhearvo. Salmiakkivai-
heen jälkeen taulukkoon lasketuista pisteistä voi hahmottaa salmiakkikuvion (kuva 17b
ja 17c).
Neliövaihe
Otetaan kaikki salmiakit ja generoidaan korkeusarvot niiden keskipisteisiin (kuva 18a).
Korkeusarvo saadaan laskemalla kunkin salmiakin kulmapisteiden korkeusarvojen kes-
kiarvo. Taulukosta voi hahmottaa jälleen neliöitä (kuva 18b). Neliövaiheen jälkeen pie-
nennetään virhearvon vaihteluväliä ja aloitetaan salmiakkivaihe jokaiselle uudelle ne-
liölle.
Kuva 17. Salmiakki–neliö-algoritmin salmiakkivaihe. Kohdassa (c) korostetaan keski-
pisteen laskemisen jälkeen ilmenevää salmiakkikuviota.
(c)(a) (b)
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Algoritmi kohtaa ongelman, kun käsitellään salmiakkeja, jotka sijaitsevat taulukon reu-
nalla (kuva 18a ja 18c): neljättä pistettä ei ole olemassa. Reunatapauksissa voidaan joko
jättää puuttuva piste huomioimatta ja laskea korkeusarvo kolmen pisteen perusteella tai
hakea neljäs arvo taulukon toisesta päästä (kuva 18c). Jälkimmäisen menettelyn avulla
generoidusta maastosta saa jokaiseen suuntaan kietoutuvan: maasto toistuisi saumatto-
masti, mikäli maastokappaleita laitettaisiin vierekkäin. Tässä tapauksessa myös aloitus-
tilanteen kulmapisteiden korkeusarvot on oltava samat.
Toimintaperiaate
1. Käy läpi kaikki neliöt: laske neliön keskipisteen korkeusarvo.
2. Käy läpi kaikki salmiakit: laske salmiakin keskipisteen korkeusarvo.
3. Pienennä virhearvon vaihteluväliä.
4. Siirry vaiheeseen 1.
5. Algoritmin suoritus lopetetaan, kun neliöt muodostuvat viereisistä alkioista.
3.4.3 Perlin-kohina
Perlin-kohina on Ken Perlinin kehittämä gradienttikohinaan perustuva algoritmi. Perlin-
kohinan ehkäpä tärkein elementti on neliön muotoinen taulukko tai hila, joka täytetään
satunnaisilla vektoreilla (gradienteilla). Hila on keskeisessä asemassa algoritmin toimin-
nassa, sillä algoritmin ideana on laskea hilan väliin jäävien pisteiden arvoja gradienttien
avulla. Kaikki gradientit on määritelty kokonaislukukoordinaateissa (kuva 19).
Kuva 18. Salmiakki–neliö-algoritmin neliövaihe. Kohdassa (c) havainnollistetaan puut-
tuvan kulmapisteen hakemista taulukon toisesta reunasta.
(a) (b) (c)
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Hilan pinnalla olevan mielivaltaisen pisteen P korkeusarvo lasketaan niin kutsutulla ko-
hinafunktiolla. Ensimmäiseksi etsitään pistettä lähimpänä olevat neljä gradienttia. Jokai-
sen  gradientin  kokonaislukukoordinaatista  muodostetaan  uusi  vektori  pisteeseen  P
(kuva 20). (Gustavson 2005.)
Pisteen korkeusarvo lasketaan vektorien skalaaritulo- eli pistetulo-operaatiota hyödyn-
täen.  Lasketaan  hilan  kokonaislukukoordinaateissa  olevien  gradienttien  g00 = ( i , j),
g10 = (i + 1, j),  g01 = (i , j + 1) ja  g11 = (i + 1, j + 1) pistetulo samoista koordinaa-
teista  muodostettujen  vektorien  kanssa:  n00 = g00⋅(u , v ),  n10 = g 10⋅(u − 1, v),
n01 = g 01⋅(u , v − 1) ja n11 = g11⋅(u − 1, v − 1).
Kuva 20. Piste P neljän gradientin rajaaman neliölohkon sisällä. Pisteeseen P muodoste-
taan vektorit jokaisen gradientin koordinaatista. (Gustavson 2005.)
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Kuva 19. Gradienteista koostuva hila. Gradientit on määritelty säännöllisin välein koko-
naislukukoordinaateissa. (Gustavson 2005.)
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Pistetulot  sekoitetaan  Perlinin  määrittämää  viidennen  asteen  polynomifunktiota
f ( t)=6t 5−15t 4+ 10t 3 (kuva 21) käyttäen:
Lopputulos n xy on korkeusarvo pisteelle sijainnissa (x , y). (Gustavson 2005.)
Toimintaperiaate
1. Etsi laskettavaa pistettä lähimpänä olevat neljä gradienttia.
2. Muodosta gradienttien koordinaateista vektorit laskettavaan pisteeseen.
3. Laske pistetulot samasta koordinaatista lähtevän gradientin ja vektorin välil-
lä.
P = ( x , y) , i = ⌊ x ⌋ , j = ⌊ y ⌋
g00 = gradientti kohdassa (i , j) , g10 = gradientti kohdassa (i + 1, j)
g01 = gradientti kohdassa (i , j + 1) , g11 = gradientti kohdassa (i + 1, j + 1)
u = x − i , v= y − j
n00 = g 00⋅(u , v) , n10 = g10⋅(u − 1, v )
n01 = g01⋅(u , v − 1) , n11 = g11⋅(u − 1, v − 1)
n x0= n00(1− f (u)) + n10 f (u)
n x1=n01(1− f (u))+ n11 f (u)
n xy=nx0(1− f (v))+ nx1 f (v)
Kuva 21. Ken Perlinin määrittämät polynomifunktiot pistetulojen sekoitusta varten. Per-
lin käytti alun perin kolmannen asteen polynomifunktiota, mutta vaihtoi sen lopulta vii-
dennen asteen polynomifunktioon. (Gustavson 2005.)
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4. Sekoita pistetulot sekoitusfunktion avulla.
Aiemmista algoritmeista poiketen Perlin-kohina ei ole fraktaalialgoritmi. Tämä näkyy
Perlin-kohinan tuottamissa pehmeissä korkeuskartoissa: korkeuskartoissa on havaitta-
vissa ainoastaan isot määrittävät piirteet, eikä niissä ole lainkaan yksityiskohtia. Tästä
syystä Perlin-kohinan tuottamat korkeuskartat eivät sellaisenaan tuota kovin luonnolli-
sen näköistä maastoa. Tämä ei suinkaan estä algoritmin käyttämistä luonnollisten maas-
tojen generointiin, sillä Perlin-kohinaa voi käyttää fraktaalialgoritmien tapaan, jos siihen
lisää fraktionaalista Brownin liikettä.
Fraktionaalisen Brownin liikkeen (fBm8) tarkoituksena on summata yhteen monta ok-
taavia eli kerrosta kohinaa. Jokaisessa oktaavissa kohinan taajuutta korotetaan ja voi-
makkuutta  pienennetään.  Lopputuloksena on monta kerrosta  kohinaa,  joista  jokainen
kerros on entistä tarkempi. (Archer 2011.)
Perlin-kohina  on  gradienttikohinaa,  mutta  sen  voi  helposti  sekoittaa  arvokohinaan
(value noise), koska molemmat algoritmit hyödyntävät hilaa korkeusarvojen laskemi-
sessa. Arvokohina poikkeaa gradienttikohinasta siten, että hilaan arvotaan vektorien si-
jaan reaalilukuja ja korkeusarvo lasketaan niiden avulla (Archer 2011).
On olemassa lähteitä, jotka sekoittavat nämä kaksi algoritmia keskenään. Näistä yksi
merkittävä esimerkki on julkaisu, jonka on kirjoittanut Hugo Elias. Elias väittää julkai-
sussaan käsittelevänsä Perlin-kohinaa (Elias 2014). Todellisuudessa hänen julkaisunsa
käsittelee arvokohinaa. Tämän näkee suoraan Eliaksen algoritmin toteutuksesta, jossa
hän käyttää hilassa reaalilukuja vektorien sijaan. Elias (2014) kertoo julkaisussaan, että
Perlin-kohina jäljentää fraktaaleja lisäämällä useita eri taajuudella suoritettuja kohina-
funktioita päällekkäin. Tämä on harhaluulo: Perlin-kohina ei ole fraktaalialgoritmi. Per-
lin-kohinaa voi käyttää fraktaalialgoritmien tapaan esimerkiksi yhdessä fraktionaalisen
Brownin liikkeen kanssa,  mutta  Perlin-kohina ei  itsessään ole  kuin yhden kerroksen
tuottava kohina-algoritmi, eikä fraktaalimaisuus ole osa toteutusta.
8 Fractional Brownian motion.
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4 Käytännön osuus
Opinnäytetyön käytännön osuuden tavoitteena oli soveltaa esitettyjä algoritmeja kolmi-
ulotteisen  maaston  generointiin.  Sovellus  ohjelmoitiin  JavaScript-ohjelmointikielellä
Three.js-kirjastoa  hyödyntäen  ja  upotettiin  HTML-dokumentin  runkoon.  Three.js  on
JavaScript-kirjasto,  joka  helpottaa  kolmiulotteisen  grafiikan  luomista  ja  piirtämistä
verkkoselaimessa. Kirjastoon on toteutettu keskeisimmät 3D-grafiikkaan liittyvät tieto-
rakenteet ja operaatiot. Three.js pohjautuu WebGL-ohjelmointirajapintaan.
WebGL (Web Graphics Library) on ohjelmointirajapinta kolmiulotteisen grafiikan piirtä-
miseen selaimessa ilman erillisiä laajennuksia. WebGL käyttää grafiikan piirtämiseen
HTML5-standardin mukaista canvas-elementtiä. WebGL itsessään perustuu OpenGL ES
2.0 -ohjelmointirajapintaan. (Khronos Group 2014.)
JavaScript on  ECMAScript-standardiin  pohjautuva  oliopohjainen  ohjelmointikieli.
Olio-ohjelmoinnilla tarkoitetaan,  että on olemassa objekteja,  joilla on ominaisuuksia.
Ominaisuudet ovat säiliöitä, jotka pitävät sisällään muita objekteja, primitiiviarvoja tai
funktioita. Primitiiviarvot voivat olla määrittelemättömiä, tyhjiä, totuusarvoja, lukuja ja
merkkijonoja. Funktio on kutsuttava objekti. JavaScript tukee yksiarvoisia operaatioita,
kertolasku-,  yhteenlasku-,  yhtäsuuruus-,  sijoitus- ja pilkkuoperaattoreita sekä loogisia
operaattoreita. (Ecma International 2011.)  JavaScript on dynaamisesti tyypitetty ohjel-
mointikieli. Tämä tarkoittaa sitä, että esitellyille muuttujille ei tarvitse erikseen määritel-
lä tyyppiä, kuten merkkijonoa tai lukua. Muuttujan tyyppi voi jopa muuttua ohjelman
suorituksen aikana.
Ohjelmointikieli tulee muuntaa tietokoneen ymmärtämään muotoon ennen sen suoritta-
mista. Tämä tapahtuu niin sanotulla kääntäjällä. Kääntäjä on usein erillinen ohjelma,
jolle muunnettava ohjelmakoodi syötetään. JavaScriptiä suoritettaessa erillistä kääntäjää
ei kuitenkaan tarvita, sillä verkkoselaimessa on sisäänrakennettu kääntäjä, joka kääntää
ohjelmakoodin konekielelle ohjelman suorituksen aikana.
Valitsin Three.js-kirjaston, koska minulla oli jonkin verran kokemusta sen käytöstä ja
tiesin sen soveltuvan työn tavoitteisiin hyvin. WebGL oli itselleni ensimmäinen koske-
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tus kolmiulotteisuuteen ja halusin oppia sen käytöstä lisää. Selainympäristö on mielestä-
ni erityisesti käyttäjän kannalta erinomainen vaihtoehto: sovelluksen suorittaminen ei
vaadi käyttäjältä kuin ajan tasalla olevan verkkoselaimen. Kehittäjän kannalta selainym-
päristö mahdollistaa nopean palautteen sovellusta tehdessä: ohjelmakoodia ei  tarvitse
erikseen  kääntää,  vaan  pelkkä  selaimen  sivun  päivittäminen  riittää.  Selainympäristö
mahdollistaa myös sovelluksen muokkaamisen suorituksen aikana, sillä monessa mo-
dernissa selaimessa on sisäänrakennettu JavaScript-konsoli. Erilaisia JavaScript-konso-
leita on saatavilla myös laajennuksina monille selaimille.
Tavoitteet ja rajaus
Tavoitteena oli kehittää sovellus, jonka avulla voi visualisoida ja generoida kolmiulot-
teista maastoa. Maastoa on pystyttävä tarkastelemaan eri kuvakulmista. Sovelluksessa
luodun maaston tulee olla minimalistista: tekstuurit tai muu sisältö, kuten vesi, ruohik-
ko, puut tai  taivas eivät ole välttämättömiä.  Maasto värjätään korkeuden perusteella.
Käyttäjä voi päättää generoitavan maaston tarkkuuden ja käytettävän algoritmin. Sovel-
lukseen toteutetaan kolme algoritmia: keskipisteen siirto, salmiakki–neliö ja Perlin-ko-
hina. Sovellus toteutetaan ensisijaisesti Google Chrome -selaimelle.
Deverian (2014) tekemän taulukon mukaan Google Chrome tukee tällä hetkellä parhai-
ten WebGL-ohjelmointirajapinnan avulla piirrettyä 3D-grafiikkaa. StatCounterin (2014)
mukaan Google Chrome on myös käytetyin selain maailmassa (kuva 22). Näiden lähtei-
den nojalla Google Chrome on mielestäni selkeästi paras vaihtoehto sovelluksen jatko-
kehitystä ajatellen. Sovellusta kehittäessä tulee automaattisesti huomioitua suurin osa
verkkoselainten  käyttäjistä.  Google  Chrome  päivittyy  automaattisesti  taustalla,  kun
käyttäjä käynnistää selaimen uudelleen (Google 2014), joten vanhempia versioita ei tar-
vitse välttämättä huomioida erityisen tarkasti.
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4.1 Sovelluksen rakenne
Yksinkertaisimmillaan sovellus koostuu kahdesta  osasta:  HTML-dokumentista,  jonka
kautta käyttäjä on vuorovaikutuksessa sovelluksen kanssa, ja JavaScript-ohjelmakoodis-
ta (kuva 23). JavaScriptin voi sisällyttää HTML-dokumentin runkoon tai erilliseen tie-
dostoon. Tärkeintä on, että JavaScript-ohjelmakoodi suoritetaan HTML-dokumentin la-
taamisen jälkeen.
Kuva 22. Käytetyimmät verkkoselaimet maittain vuoden 2014 helmikuussa. Helmi-
kuussa Google Chromea käytti yhteensä 43,91 %, Internet Exploreria 22,58 % ja Firefo-
xia 19,27 %. Kuvassa on huomioitu pöytätietokoneet, kannettavat tietokoneet ja tabletti-
tietokoneet. (StatCounter 2014.)
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Sovelluksen alustava rakenne muodostui asetetuista tavoitteista sekä omasta kokemuk-
sesta Three.js-kirjaston ja JavaScriptin kanssa. Päällimmäisiksi ominaisuuksiksi nousi-
vat  käyttäjän  vuorovaikutus  ohjelman  kanssa  eli  käyttöliittymä sekä  kolmiulotteisen
grafiikan piirtäminen Three.js-kirjaston avulla eli  ohjelmalogiikka.  Nämä kaksi  tulisi
yhdistää yhdeksi  kokonaisuudeksi:  sovelluksen toiminta  tulisi  olla  sidottua käyttäjän
syötteisiin.  Löysin sovellusta  tehdessä tavoitteisiini  sopivia,  valmiita  ratkaisuja,  joita
hyödynsin lopullisessa työssäni.
Sovelluksen kehittämisessä tärkeintä oli ottaa yksi askel kerrallaan. Vaikka minulla oli
aiempaa kokemusta Three.js-kirjaston käyttämisestä, en voinut missään tapauksessa en-
nustaa kaikkia eteen tulevia ongelmia, oli kyse sitten sovelluksen toiminnasta tai algorit-
mien toimintaperiaatteista. Asetin itselleni aluksi pieniä tavoitteita, joita lähdin toteutta-
maan. Tavoitteita tehdessä kokonaisuus hahmottui entistä selkeämmäksi ja pystyin kes-
kittymään pieniin osa-alueisiin sen sijaan, että yrittäisin huomioida kaikkea mahdollista
kerralla.
Kuva 23. Lopullinen maastongenerointisovellus.
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4.1.1 Käyttöliittymä
Käyttöliittymä on interaktiivisen sovelluksen tärkein elementti: sen välityksellä käyttäjä
voi antaa käskyjä ohjelmalle. Oli selvää, että käyttäjän olisi pystyttävä kontrolloimaan
maastoa ja sen ominaisuuksia helposti ja yksinkertaisesti.
Käytin käyttöliittymää tehdessäni hyödyksi olemassa olevia ratkaisuja. Käytin Three.js-
kirjaston mukana tulevaa OrbitControls-komponenttia kameran ohjausta varten ja eril-
listä dat.GUI-kirjastoa maastokappaleen parametrien muuttamista varten. Sovelluksen
käyttöliittymä koostuu kahdesta osa-alueesta: kameran hallinnasta ja maaston ominai-
suuksien muokkaamisesta.
Kameran hallinta
Maastoa oli pystyttävä tarkastelemaan eri kuvakulmista. Mietin asiaa käyttäjän näkökul-
masta ja tulin siihen lopputulokseen, että luonnollisinta olisi kiertää kameraa ruudun
keskellä olevan maastokappaleen ympärillä esimerkiksi hiirtä raahaamalla. Kävi ilmi,
että ajattelemani ohjaustapa oli jo toteutettu valmiiksi Three.js-kirjaston mukana tuleva-
na OrbitControls-komponenttina.
OrbitControls toteuttaa yksinkertaisen ohjaustavan hiiren avulla. Käyttäjä voi painaa ja
raahata hiiren painikkeilla renderöintinäkymästä:  hiiren vasemmalla painikkeella raa-
haaminen kiertää kameraa maastokappaleen ympärillä, hiiren oikealla painikkeella raa-
haaminen siirtää kameraa ja hiiren rullalla voi lähentää ja loitontaa kameraa. Loppujen
lopuksi minun ei tarvinnut lisätä kuin pari riviä koodia sovellukseen, jotta sain kameran
käyttäytymään haluamallani tavalla.
Kameran hallinta oli ensimmäinen asia, jonka toteutin heti sen jälkeen, kun olin saanut
maastokappaleen piirrettyä ruudulle. Kolmiulotteisessa maailmassa liikkuminen auttoi
minua havainnoimaan maastokappaletta entistä tarkemmin. Huomasinkin pyöritteleväni
kameraa lähes jatkuvasti sovellusta testaillessani.
Jos olisin toteuttanut kameran hallinnan itse, olisi minulle riittänyt pelkkä kameran kier-
täminen maastokappaleen ympärillä. OrbitControls-komponenttiin kuului kameran kier-
tämisen lisäksi myös kameran siirtäminen, lähentäminen ja loitontaminen. Kaikki omi-
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naisuudet olivat hyödyllisiä, koska ne laajensivat liikkumismahdollisuuksia ja mahdol-
listivat siten kattavamman maastokappaleen analysoinnin. Tämän lisäksi OrbitControls-
komponentissa on huomioitu kosketuspinnat, joten kameran hallinta toimii myös table-
teilla ja älypuhelimilla. Kaiken kaikkiaan OrbitControls tarjosi erittäin toimivan ja ensi-
sijaisista tavoitteista laadukkaamman ratkaisun maaston tarkasteluun eri kuvakulmista.
Maaston ominaisuuksien muokkaaminen
Käyttäjän oli pystyttävä muokkaamaan maaston tarkkuutta ja käytettyä algoritmia. Mo-
lemmat ovat ominaisuuksia, joita käsitellään kontrolloidusti: annan käyttäjälle vaihtoeh-
dot, joista valita. Pidin tässä vaiheessa mielessä sen, että muokattavia ominaisuuksia voi
tulla  työtä  tehdessä lisää,  joten  helposti  muokattava ratkaisu  oli  välttämätön.  Tutkin
JavaScriptillä toteutettuja graafisen käyttöliittymän rakentamiseen tarkoitettuja kirjasto-
ja ja huomasin, että hyvin suuri osa kirjastoista on melko raskaita ja täynnä ominaisuuk-
sia, joita en tule työssäni edes tarvitsemaan. Näistä yksi esimerkki on jQuery UI. Löysin
lopulta dat.GUI-kirjaston. Tutkin vähän aikaa kirjaston käyttöä ja sen tarjoamia mahdol-
lisuuksia ja huomasin sen soveltuvan tavoitteisiini todella hyvin: kirjasto on kevyt, eikä
se sisällä käytännössä mitään ylimääräistä. Huomasin myöhemmin, että dat.GUI tulee
myös Three.js-kirjaston mukana ylimääräisenä kirjastona.
Dat.GUI-kirjaston avulla on helppo luoda graafinen käyttöliittymä, johon on linkitetty
muuttujien arvoja tai funktioita. Kirjaston kautta voi tehdä erilaisia valintatapoja, kuten
pudotusvalikko, valintaruutu, liukusäädin ja painike (kuva 24).
Käyttöliittymän suunnittelu ei ole helppoa. Pelkästään erilaisten valintatapojen toteutta-
minen olisi vienyt paljon aikaa. Helposti mukautettavan käyttöliittymän ohjelmalogiik-
ka olisi itsessään melko iso haaste. Dat.GUI-kirjaston avulla pystyin keskittymään itse
opinnäytetyön aiheeseen. Päällimmäiseksi haasteeksi jäi oman sovelluksen muuttujien
Kuva 24. Yksinkertainen graafinen käyttöliittymä dat.GUI-kirjastolla toteutettuna.
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hallinta ja niiden yhdistäminen käyttöliittymään. Alla ohjelmakoodi, jolla saa aikaan ku-
van 24 mukaisen käyttöliittymän:
Työn edetessä sovellukselta edellytettäviä ominaisuuksia tuli odotetusti lisää. Tämä ei
ollut huono asia, sillä työn edetessä oma käsitys aiheesta kasvoi ja sitä myötä tavoittei-
den määritteleminen oli selkeämpää. Alustavassa rajauksessa määritellyt tavoitteet tar-
kentuivat työtä tehdessä.  Lopullisessa käyttöliittymässä säädettäviä ominaisuuksia oli
yhteensä kahdeksan (kuva 25).
Graafinen käyttöliittymä on sijoitettu sovelluksen oikeaan yläkulmaan. Valikon kautta
käyttäjä voi valita:
• käytettävän algoritmin (algorithm),
• maaston värin (color),
var LIST_ITEMS = ["List Item 1", "List Item 2", "List Item 3"];
// GUI options and default values
var options = {
dropdown: LIST_ITEMS[2],
toggle: false,
slider: 5,
button: function () { alert("Button pressed."); }
};
var gui = new dat.GUI({ width: 350 });
gui.add(options, "dropdown", LIST_ITEMS);
gui.add(options, "toggle");
gui.add(options, "slider", 0, 10);
gui.add(options, "button");
Kuva 25. Lopullinen käyttöliittymä.
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• näytetäänkö maasto rautalankamallina (wireframe),
• näytetäänkö kolmioiden tahkojen normaalit (faceNormals),
• näytetäänkö verteksien normaalit (vertexNormals),
• verteksien lukumäärän sivua kohti (verticesPerSide),
• maaston rosoisuuden (roughness), ja
• uuden siemenluvun generoinnin (generateNewSeed).
Algoritmien ja värin tapauksessa tarkoituksena on esittää käyttäjälle vain tietyt vaihto-
ehdot, joista käyttäjä voi valita mieleisensä. En kuitenkaan halunnut, että algoritmien ja
värien valinta vie paljon tilaa käyttöliittymästä. Tähän tilanteeseen pudotusvalikko oli
selkein vaihtoehto. Rautalankamalli, kolmioiden tahkojen normaalit ja verteksien nor-
maalit sen sijaan ovat selkeästi päälle/pois-vaihtoehtoja, joten valintaruutu oli sopivin
ratkaisu.
Verteksien  lukumäärä sivua kohti  ja  rosoisuus  ovat  arvoja,  joita  voi  esittää luvuilla.
Verteksien lukumäärä sivua kohti on kokonaisluku ja rosoisuus on reaaliluku. Näille oli
luontevinta tehdä liukusäätimet, joille asetetaan minimi ja maksimi, joiden väliltä arvoja
saadaan. Verteksien lukumäärä sivua kohti saa arvoja väliltä [2, 257] ja rosoisuus väliltä
[0, 1]. Tämän lisäksi asetin molemmille säätimille porrasvälin, joka määrää, kuinka pal-
jon arvo kerrallaan liikkuu säädintä liu’uttaessa. Verteksien lukumäärä sivua kohti sai
porrasväliksi luvun yksi9 ja rosoisuus 0,05.
Dat.GUI:lla luodun käyttöliittymän jokaiselle säätimelle on mahdollista määritellä, mitä
tapahtuu,  kun säätimen arvo muuttuu.  Yksinkertaisissa  valinnoissa riittää  usein  vain
vaihtaa muuttujan arvoa säätimen arvon perusteella, ja hankalampien ominaisuuksien
kohdalla  voi  esimerkiksi  määritellä  oman  funktion,  joka  suoritetaan  säätimen  arvon
vaihtuessa.
9 Keskipisteen siirto ja salmiakki–neliö vaativat toimiakseen neliötaulukon, jonka leveys ja korkeus on 
muotoa 2n + 1. Tämä tarkoittaa sitä, että verteksien lukumäärä sivua kohti tulisi myös olla muotoa
2n + 1. Käyttäjä voi kuitenkin syöttää algoritmille liukusäätimen avulla myös arvoja, jotka eivät ole 
edellä mainitun muotoisia, kuten 16 tai 181. Ongelman ratkaisu on kuvattu Algoritmien toteutus 
-luvussa.
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4.1.2 Ohjelmalogiikka
Kolmiulotteisen grafiikan piirtämiseen käytettiin Three.js-kirjastoa. Ennen kuin kirjas-
toa voi käyttää, tulee sen säännöt ja rajoitteet olla tiedossa. Dat.GUI-kirjastoa oli melko
suoraviivaista  käyttää:  kirjasto  tarjoaa  käyttäjälleen  yksinkertaisen  rajapinnan,  jonka
kautta  käyttäjä  voi  tuottaa  tarpeidensa  mukaisia  käyttöliittymiä.  Three.js  puolestaan
huolehtii  kokonaisuudessaan kolmiulotteisen grafiikan piirtämisestä.  Aihealue on laa-
jempi ja hankalampi, joten ei ole mikään ihme, että kirjastolla on myös täsmällisemmät
ohjenuorat, joiden mukaan kirjastoa käytetään.
Three.js-kirjasto piilottaa käyttäjältä ison määrän kolmiulotteiseen grafiikkaan liittyvää
toiminnallisuutta, joka on vielä hankalampi aihe itsessään. En käsittele tätä toiminnalli-
suutta opinnäytetyössäni, sillä aihealue on erittäin laaja ja vaativa, ja haluan pitää sisäl-
lön  jokseenkin  helposti  seurattavana.  Käsittelen  asioita  pääasiassa  Three.js-kirjaston
kautta, enkä ota kantaa yksityiskohtaisiin toteutuksiin. Kirjastoa käyttävän henkilön ei
välttämättä tarvitsekaan tietää, mitä taustalla tapahtuu, sillä kirjaston kautta asioiden te-
keminen on melko suoraviivaista, kunhan ymmärtää kirjaston säännöt ja rajoitteet. Käyn
seuraavaksi lyhyesti läpi Three.js-kirjaston avulla toteutetun sovelluksen perusrakenteen
ja tärkeimmät elementit.
Ruudulle piirtäminen ei ole niin suoraviivaista kuin voisi luulla. Ensimmäiseksi tarvi-
taan niin sanottu näyttämö, joka käyttäjälle voidaan esittää. Näyttämön konsepti on yk-
sinkertainen: näyttämölle lisätään kaikki toimijat eli objektit, jotka näyttämöllä halutaan
nähdä. Näyttämön näkemiseen tarvitaan kamera, joka kertoo, kuinka näyttämöllä olevat
asiat tulee havaita. Three.js tarjoaa perspektiivikameran, joka saa ruudulle piirrettävät
asiat näyttämään hyvin pitkälti samalta, miltä ne oikeassa maailmassakin näyttäisivät.
Näyttämö pitää siis sisällään toimijoita ja näyttämö voidaan nähdä kameralla. Tämän li-
säksi tarvitaan vielä renderöijä, joka piirtää näyttämön sisällön HTML5-standardin mu-
kaiselle  canvas-elementille  kameran  projektion  mukaisesti.  Renderöijän  käyttämä
canvas-elementti tulee upottaa HTML-dokumentin runkoon, jolloin lopputulos on näh-
tävissä HTML-dokumentissa canvas-elementin kautta. On huomattava, että renderöijä
piirtää vain sen hetkisen kuvan näyttämön tilanteesta. Jos haluaa piirtää liikkuvaa ku-
vaa, on renderöijän renderöitävä kuvia peräkkäin tasaisin väliajoin. Tämä tapahtuu niin
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kutsutussa renderöintisilmukassa. Renderöintisilmukka on funktio, jossa kaikki tekemi-
nen tapahtuu: objekteja liikutetaan, tapahtumia tarkistetaan ja lopputulos piirretään näy-
tölle. Renderöintisilmukkaa kutsutaan useimmiten joko 30 tai 60 kertaa sekunnissa.
Maastokappaleen luonti
Ruudulla näkyvät objektit ovat kolmioista muodostettuja polygoniverkkoja (mesh), jot-
ka koostuvat geometriasta ja materiaalista: geometria määrää verteksien lukumäärän ja
sijainnin,  ja materiaali  määrää, miltä polygoniverkon tulisi  näyttää, kun se piirretään
ruudulle. Polygoniverkkoa voi kohdella objektina, minkä ansiosta sen voi lisätä näyttä-
mölle renderöitäväksi.
Three.js:n  avulla  on mahdollista  tehdä erilaisia  geometrisia  perusmuotoja (geometric
primitive), kuten kuutioita, sylintereitä ja palloja. Valmiista muodoista löytyy myös kak-
siulotteinen taso (plane), jolle voi määritellä leveyden, pituuden ja neliöiden eli seg-
menttien lukumäärän leveydelle ja pituudelle.
Kaksiulotteinen taso sopi mainiosti maastokappaleen geometriaksi, joten loin maasto-
kappaleen geometrian kaksiulotteisesta tasosta, jonka leveys ja pituus on yksi. Yhdistin
maastokappaleen  segmenttien  lukumäärän  leveydelle  ja  pituudelle  käyttöliittymän
verticesPerSide-säätimen arvoon.10 Tämän lisäksi määrittelin maastokappaleelle mukau-
tetun materiaalin, joka värjää maastokappaleen eri väreillä maastokappaleen korkeuden
perusteella. Tein värjäystä varten kolme erilaista väriteemaa, jotka ovat puolestaan liitet-
ty käyttöliittymän color-säätimen arvoon.
Jokaisella polygoniverkko-objektilla on ominaisuutena taulukko, joka pitää sisällään ky-
seisen objektin verteksien sijainnit. Vertekseillä on kolmiulotteisessa avaruudessa sijain-
ti x-, y- ja z-ulottuvuudessa. Verteksien sijainnin tietorakenteena toimii vektori, jolla on
kolme komponenttia. Jos vektorista jättää x- ja y-komponentit huomioimatta, voi tauluk-
koa ajatella korkeuskarttana: jokaisella verteksillä on korkeusarvo (vektorin  z-kompo-
nentti), jota voi tarvittaessa muuttaa.
10 Segmenttien lukumäärä leveydelle ja pituudelle on verteksien lukumäärä sivua kohti miinus yksi.
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Sovelluksen toiminta
Sovelluksen toiminta perustuu hyvin pitkälti tapahtumien käsittelyyn. Sovellus määritte-
lee käynnistyttyään useita erilaisia funktioita, jotka määrittelevät tarpeellisia operaatioi-
ta, kuten korkeuskarttojen generoinnin eri algoritmeja käyttäen ja maastokappaleen ge-
neroinnin. Funktioiden määrittelyn jälkeen sovellus rakentaa käyttöliittymän ja yhdistää
funktiot  käyttöliittymän säätimiin.  Näin  käyttöliittymän säätimen arvoa  muutettaessa
käyttöliittymä voi kutsua säätimelle määritettyä toimenpidettä ohjelman suorituksen ai-
kana.
Käyttöliittymän pystyttämisen jälkeen sovellus rakentaa ensimmäisen maastokappaleen
käyttöliittymän oletusarvoilla ja siirtyy renderöintisilmukkaan. Käyttöliittymä jää kuun-
telemaan käyttäjän syötettä.
Osa säätimien asetuksista voidaan suorittaa nykyiselle maastokappaleelle, mutta esimer-
kiksi  verteksien  lukumäärän  muuttaminen  edellyttää  maastokappaleen  geometrian
muokkaamista. Minulla ei ollut tarvetta säilyttää samaa maastokappaletta sovelluksen
suorituksen ajan, joten pystyin yksinkertaisesti vain luomaan maastokappaleen uudel-
leen aina, kun geometriaan kohdistui muutoksia.
Uudelle maastokappaleelle tuli tämän ratkaisun myötä kertoa sen hetkiset käyttöliitty-
män asetukset, jotta maastokappale voitaisiin generoida samoilla asetuksilla uudelleen.
Jos esimerkiksi rautalankamalli oli kytkettynä päälle, tulisi sen olla päällä myös uudelle
maastokappaleelle. Kehitin maastokappaleen generointia varten oman funktion, joka pi-
tää huolen, että maastokappale generoidaan aina sen hetkisillä käyttöliittymän asetuksil-
la. Maastokappale generoidaan uudelleen, kun käyttäjä
• vaihtaa käytettävää algoritmia,
• muuttaa verteksien lukumäärää sivua kohti,
• muuttaa maastokappaleen rosoisuutta, tai
• generoi uuden siemenluvun.
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4.2 Algoritmien toteutus
Pyrin toteuttamaan algoritmit siten, etteivät ne olisi riippuvaisia mistään erityisestä kir-
jastosta tai komponentista. Kaikki algoritmit ovat funktioita, jotka saavat parametrina
korkeuskartan koon ja rosoisuuden, jotka molemmat tulevat käyttöliittymän säätimien
arvoista.  Korkeuskartan koko määrää,  kuinka monta korkeusarvoa algoritmi generoi.
Rosoisuus on yksinkertaisesti ajateltuna kerroin, joka määrää korkeusarvojen vaihtelu-
välin suuruuden. Algoritmit generoivat korkeuskartan ja palauttavat sen.
Kaikki toteuttamani algoritmit hyödyntävät satunnaisia lukuja tavalla tai toisella. Java-
Scriptin omalle satunnaislukugeneraattorille ei voi antaa omaa siemenlukua syötteenä,
vaan satunnaisluvut  generoidaan perustuen sen hetkiseen  aikaan (Mozilla  Developer
Network 2014). Tästä johtuen satunnaisluvut eivät olleet helposti toistettavissa. Virhei-
den etsiminen oli hieman työläämpää, koska satunnaisluvut olivat aina erilaisia, eikä ol-
lut olemassa minkäänlaista pysyvyyttä. Korvasin ennen pitkää JavaScriptin satunnais-
lukugeneraattorin Makoto Matsumoton ja Takuji Nishimuran vuonna 1997 kehittämällä
Mersenne Twister -satunnaislukugeneraattorilla, jossa oman siemenluvun syöttäminen
on mahdollista. Lopputuloksena sain paremman otteen satunnaislukugeneraattorin tuot-
tamiin satunnaislukuihin ja sitä myötä myös generoituihin maastokappaleisiin.
Kaikki algoritmit käsittelevät neliötaulukkoja, mutta keskipisteen siirto ja salmiakki–ne-
liö poikkeavat Perlin-kohinasta siten, että ne vaativat taulukon leveydeksi ja korkeudek-
si luvun, joka on muotoa 2n + 1, missä n on kokonaisluku väliltä [ 0, ∞[. Taulukon le-
veys  ja korkeus saadaan käyttöliittymän kautta käyttäjän syötteenä (verticesPerSide).
Syöte voi olla kokonaisluku väliltä [2, 257]. En kuitenkaan halunnut rajoittaa käyttäjän
syötettä näiden algoritmien takia, joten päätin tehdä toisenlaisen ratkaisun.
Toteutin yksinkertaisen funktion, joka saa parametrina luvun ja palauttaa parametrista
katsottuna seuraavan luvun, joka on kahden potenssi. Jos funktiolle syöttää parametrina
luvun, joka on jo kahden potenssi, palauttaa funktio saman luvun.
function getNextPowerOfTwo(n) {
return Math.pow(2, Math.ceil(Math.log(n) / Math.LN2));
}
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Tarkoituksena on, että käyttäjä voi valita luvun, joka ei välttämättä ole muotoa 2n + 1.
Kaikesta  huolimatta  sovelluksen  tulisi  muuntaa  luku tähän muotoon.  Oletetaan,  että
käyttäjä syöttää käyttöliittymän kautta algoritmille luvun 16. Mikäli tämän luvun syöt-
tää getNextPowerOfTwo()-funktiolle, palauttaa se luvun 16. Pääsemme tarvitsemaamme
lukuun lisäämällä lopputulokseen luvun yksi.
Jos algoritmille syöttää luvun 17, palauttaa getNextPowerOfTwo()-funktio tarkoituksen-
sa mukaisesti seuraavan luvun, joka on kahden potenssi, eli luvun 32. Ohjelman kannal-
ta haluaisimme kuitenkin, että taulukon kooksi tulisi 17, koska se on kelpaava arvo. Tä-
hän oli kuitenkin helppo ratkaisu: antamalla funktiolle aina yhtä pienemmän luvun, al-
goritmi toimii halutulla tavalla.
Tämä ratkaisu toi mukanaan ”ominaisuuden”, joka voi hämätä käyttäjiä. Jos käyttäjä
syöttää algoritmille luvun 18, generoi algoritmi oikeasti korkeuskartan luvulla 33. Kor-
keuskartan kooksi tulee siis  33×33. Tämä on selvästi liian tarkka korkeuskartta, eikä
ylimääräisiä pisteitä voi mahduttaa mitenkään taulukkoon, jonka koko on 18×18. Rat-
kaisin tämän ongelman lukemalla vain taulukon koon verran arvoja: vaikka generoitu
taulukko on isompi, luetaan siitä vain tarvittava määrä korkeusarvoja. Tästä syystä algo-
ritmien tuottamat maastokappaleet saattavat muuttaa muotoaan ruudulla dramaattisesti
esimerkiksi luvuilla 17 ja 18. Mielestäni tämä ratkaisu on kuitenkin miellyttävämpi kuin
kieltää käyttäjältä suurin osa liukusäätimen arvoista.
4.2.1 Keskipisteen siirto
Keskipisteen siirto oli algoritmeista helpoin toteuttaa. Algoritmin toiminta on loppujen
lopuksi  hyvin  yksinkertaista.  Toimintaperiaate  taipuikin  erittäin  hyvin rekursiiviseksi
ratkaisuksi. Algoritmi löytyy kokonaisuudessaan liitteestä 1.
var size = 16;
size = getNextPowerOfTwo(size) + 1; // size == 17
var size = 17;
size = getNextPowerOfTwo(size - 1) + 1; // size == 17
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Käytin taulukon kulmien korkeusarvojen generointiin  random()-funktiota, joka palaut-
taa satunnaisluvun väliltä [−1, 1]. Käyttäjän määrittämä rosoisuus tulee myös huomioi-
da, joten satunnaisluku kerrotaan lopuksi rosoisuudella.
Algoritmin varsinainen toiminta tapahtuu divide()-funktion sisällä, jossa käsitellään tau-
lukkoon muodostuneita neliöitä. Rekursiivista ratkaisua tehdessä on tärkeintä pitää mie-
lessä, ettei rakenna ratkaisua pelkästään ensimmäisen tai toisen tapauksen käsittelylle,
vaan minkä tahansa tapauksen käsittelylle. Ratkaisua tehdessä on myös syytä miettiä
tarkkaan, milloin rekursio loppuu, jotta välttyisi ikuiselta silmukalta. Keskipisteen siirto
-algoritmin tapauksessa rekursio loppuu, kun käsiteltävä neliö muodostuu viereisistä al-
kioista.
4.2.2 Salmiakki–neliö
Salmiakki–neliö on paranneltu versio keskipisteen siirto -algoritmista. Tästä syystä sal-
miakki–neliö onkin toiminnaltaan hyvin samankaltainen. Toteutin salmiakki–neliön ite-
ratiivisesti for-silmukoilla. Päätin toteuttaa algoritmin siten, että se tuottaisi saumatonta
ja kietoutuvaa maastoa. Algoritmi löytyy kokonaisuudessaan liitteestä 2.
Käytin taulukon kulmien korkeusarvojen generointiin jälleen random()-funktiota, mutta
tällä kertaa asetin jokaisen kulman korkeusarvon samaksi. Tämä on yksi edellytys sille,
että korkeuskartasta saa jokaiseen suuntaan kietoutuvan.
// Set a seed value to each corner of the rectangle
map[0][0]               = random() * roughness;
map[size - 1][0]        = random() * roughness;
map[0][size - 1]        = random() * roughness;
map[size - 1][size - 1] = random() * roughness;
function divide(x0, y0, x1, y1, roughness) {
// The difference between coordinates
var deltaX = x1 - x0,
    deltaY = y1 - y0;
// If the difference between x0 and x1 is one, they are
// adjacent, and there are no elements between them.
if (deltaX < 2)
return;
⋮
}
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Neliön keskimmäisen pisteen korkeusarvon laskeminen tapahtuu pääasiassa samalla ta-
valla kuin keskipisteen siirto -algoritmissa. Salmiakki–neliössä korostuu toimenpiteiden
järjestys:  keskipisteen  siirrossa  lasketaan  ainoastaan  käsiteltävän  neliön  keskipisteen
korkeusarvo, mutta salmiakki–neliössä lasketaan kaikkien sillä hetkellä taulukossa ole-
vien neliöiden keskipisteiden korkeusarvot. Tällä toimenpiteellä varmistetaan, että ne-
liöiden sivuja laskiessa korkeusarvo voidaan aina laskea kolmen tai neljän pisteen pe-
rusteella.
Sivujen keskipisteiden korkeusarvojen laskeminen poikkeaa merkittävästi keskipisteen
siirto -algoritmista. Keskipisteen siirrossa sivujen korkeusarvot lasketaan vain kahden
pisteen perusteella. Salmiakki–neliössä sivujen korkeusarvot lasketaan kolmen tai nel-
jän pisteen perusteella. Jos neliön laskettava sivu sijaitsee taulukon reunassa, voi neljän-
nen korkeusarvon jättää joko huomioimatta tai hakea taulukon toisesta reunasta. Valitsin
jälkimmäisen menettelyn, koska tarkoituksenani oli saada korkeuskartasta kietoutuva ja
saumaton. Tässä vaiheessa piti huomioida myös taulukon koko: jokaista taulukon reu-
nassa sijaitsevaa sivua laskiessa yksi piste voi mennä taulukon yli.
4.2.3 Perlin-kohina
Perlin-kohina on aiempiin algoritmeihin verrattuna vaativampi toteuttaa, sillä pelkkä al-
goritmin toiminta on hankalampi ymmärtää. Vektorien perustiedoilla pärjää jo pitkälle,
eikä algoritmi ole loppujen lopuksi mahdottoman vaikea, kunhan sen ymmärtämiseen
vain käyttää tarpeeksi aikaa. Algoritmi löytyy kokonaisuudessaan liitteestä 3.
Ensimmäinen ongelma oli  gradienttihilan luonti  ja sen täyttäminen satunnaisilla gra-
dienteilla. Satunnaisten gradienttien generointi on helppoa satunnaislukugeneraattorin ja
trigonometristen funktioiden avulla. Riittää vain arpoa satunnainen kulma vaaditulta vä-
liltä, tässä tapauksessa väliltä [0, 2π]. Sini luvusta kertoo kulman y-koordinaatin yksik-
// Set a seed value to each corner of the rectangle
var corner = random() * roughness;
map[0][0]                 = corner;
map[lastIndex][0]         = corner;
map[0][lastIndex]         = corner;
map[lastIndex][lastIndex] = corner;
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köympyrällä  ja kosini  kertoo kulman  x-koordinaatin  yksikköympyrällä.  Yhdistämällä
nämä kaksi koordinaattia saadaan muodostettua tasoon piirretty yksikkövektori.11
Toinen isompi ongelma oli pistettä lähimpänä olevien gradienttien selvittäminen. Selvi-
tin pistettä lähimpänä olevat neljä gradienttia skaalaamalla gradienttihilan korkeuskartan
kokoiseksi. Neljän gradientin määrittelemän neliölohkon saadaan jakamalla korkeuskar-
tan koko gradienttin lukumäärä miinus yhdellä:
Jos käsiteltävä piste olisi esimerkiksi koordinaateissa (3, 12), ja neliölohkon leveys olisi
7, voisi pisteen koordinaatit kuvata neliölohkojen avulla jakamalla pisteen koordinaatti-
komponentit neliölohkon leveydellä:
Käsiteltävän pisteen  koordinaatit  olisivat  gradienttihilan  neliölohkon leveyden avulla
lausuttuna  siis  (0,42857 ; 1,71429).  Näiden koordinaattien  kokonaislukuosat  (0  ja  1)
kertovat ensimmäisen gradientin  i-  ja  j-koordinaatit  (kuva  20).  Kaikki gradientit  on
määritelty kokonaislukukoordinaateissa, joten yhden gradientin sijainnin avulla voi sel-
vittää muutkin gradientit. Desimaalilukuosat (0,42857 ja 0,71429) sen sijaan kertovat
pisteen sijainnin neliölohkon sisällä (u ja v , kuva 20).
11 Yksikkövektoriksi sanotaan vektoria, jonka pituus on yksi.
var NUM_GRADIENTS = 8;
// Create gradient array
var gradients = initSquareMatrix(NUM_GRADIENTS);
// Generate gradients
for (var i = 0; i < gradients.length; i++) {
for (var j = 0; j < gradients.length; j++) {
var angle = m.random() * 2 * Math.PI;
gradients[i][j] = {
x: Math.cos(angle),
y: Math.sin(angle)
};
}
}
var latticeSquareWidth = size / (NUM_GRADIENTS – 1);
x /= latticeSquareWidth; //  3 / 7 ≈ 0,42857
y /= latticeSquareWidth; // 12 / 7 ≈ 1,71429
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5 Pohdinta
Proseduraalinen sisällön ja maaston generointi  eivät olleet  minulle kovinkaan tuttuja
opinnäytetyön alussa. Proseduraalinen sisältö oli käsitteenä jokseenkin tuttu omien peli-
kokemusten pohjalta, mutta syvällisempi tietämys aiheesta puuttui. Opinnäytetyön aika-
na proseduraalisuus tuli kuitenkin todella tutuksi. Proseduraalinen sisällön generointi on
aiheena erittäin mielenkiintoinen ja monipuolinen, mutta myös erittäin vaativa. Käsitte-
lin  opinnäytetyössäni  pääasiassa proseduraalista  maastoa,  mutta  opitut  asiat  kantavat
pitkälle, vaikka kyse ei olisikaan maastosta.
Yleisesti ottaen sovelluksen kehittäminen ja proseduraalisen sisällön generoinnin opis-
kelu on tuonut mukanaan valtavan määrän mahdollisuuksia. Käsitykseni proseduraali-
sesta  sisällöstä  ja  sen  tuottamisesta  on  laajentunut  merkittävästi  ja  pystyn  varmasti
omaksumaan uuden aiheeseen liittyvän tiedon paljon nopeammin kuin aikaisemmin. To-
teutin algoritmit itse, minkä ansiosta sain kokemusta algoritmien toiminnasta sekä teo-
riassa  että  käytännössä.  Algoritmien  tuottamat  korkeuskartat  eivät  rajoitu  pelkästään
maaston generointiin, vaan niitä voi hyödyntää esimerkiksi teksturoinnissakin.
Dat.GUI-kirjaston ensivaikutelma oli  hyvä,  ja ajan myötä huomasin,  että kirjasto on
erittäin tehokas ja toimiva ratkaisu käyttöliittymän rakentamiseen. Kirjasto on oma ko-
konaisuutensa, johon ei tarvitse paljoa koskea rakentamisen jälkeen: käyttöliittymä toi-
mii  itsenäisesti  ja  luotettavasti,  eikä  tuota  turhaa  päänvaivaa.  Ensisijaiset  tavoitteet
muuttuivat työn edetessä, mutta kirjaston helppokäyttöisyyden ansiosta se ei haitannut
työtahtia juuri lainkaan. Kokonaisuudessaan dat.GUI-kirjasto oli erittäin toimiva ratkai-
su sovelluksen tavoitteiden kannalta.
Three.js-kirjasto oli erittäin hyödyllinen sovellusta tehdessä. Kirjaston hyödyt olivat hy-
vin pitkälti samat kuin käyttöliittymän tapauksessa: minun ei tarvinnut miettiä asioiden
yksityiskohtaisia toteutuksia, ja pystyin miettimään suoraan sovelluksen toimintaperiaa-
tetta. Kirjasto tarjosi valmiit toteutukset grafiikan luomiseen ja näyttämiseen, ja minun
tarvitsi vain soveltaa niitä omien tarpeiden mukaan. Kirjasto ei rajoittanut tarpeitani mil-
lään tavalla.
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5.1 Algoritmien tuottama maasto
Keskipisteen siirto -algoritmissa on huomattavissa suoran viivan muotoisia saumakoh-
tia. Ne ovat kuitenkin ainoa huolenaihe, sillä algoritmi itsessään on melko nopea toteut-
taa ja tuottaa muilta osin luonnollisen näköistä maastoa. Pienillä viilauksilla saumakoh-
datkin saa piilotettua melko hyvin. Keskipisteen siirto on yksi helpoimpia algoritmeja ja
soveltuu varmasti useaan tilanteeseen, jossa saumakohtien huomattavuudella ei ole niin
suurta merkitystä.
Salmiakki–neliö-algoritmi korjaa keskipisteen siirto -algoritmin ongelmaiset saumakoh-
dat.  Salmiakki–neliö on hieman hankalampi toteuttaa kuin  keskipisteen  siirto,  mutta
molemmissa päällimmäinen toimintaperiaate on lähes sama. Ensimmäiseksi kannattaa
aloittaa keskipisteen siirto -algoritmin toteutuksesta, josta voi myöhemmin siirtyä sal-
miakki–neliön toteutukseen, sillä keskipisteen siirto -algoritmin ymmärtäminen auttaa
paljon  salmiakki–neliö-algoritmin  toimintaperiaatteen  ymmärtämisessä.  Salmiakki–
neliö-algoritmin avulla saa tehtyä kätevästi pienillä muutoksilla jokaiseen suuntaan kie-
toutuvaa maastoa.  Jos tämä on edellytys  maastoa generoivalle algoritmille,  olisi  sal-
miakki–neliö varmasti hyvä valinta.
Perlin-kohina on toimintaperiaatteessaan täysin erilainen verrattuna kahteen aiempaan
algoritmiin. Aiemmat algoritmit ovat fraktaalialgoritmeja, joissa generoidaan korkeusar-
voja usealla  eri  tarkkuudella:  korkeusarvojen  vaihteluväliä  pienennetään  sitä  mukaa,
kun tarkkuus kasvaa. Toisin sanoen, maaston mittakaavaa ei voi järkevästi päätellä il-
man vertailukappaletta. Perlin-kohina ei ole fraktaalialgoritmi, joten se ei tuota lainkaan
luonnollisen  näköistä  maastoa.  Perlin-kohinaan  voi  kuitenkin  lisätä  fraktionaalista
Brownin liikettä, jonka avulla voidaan suorittaa monta kerrosta Perlin-kohinaa eri tark-
kuuksilla.  Tällä  tavalla  Perlin-kohina  tuottaa  fraktaalimaista  ja  luonnollisen  näköistä
maastoa. Perlin-kohina on algoritmeista hankalin ymmärtää ja toteuttaa. Algoritmin toi-
minnan ymmärtäminen jää hyvin helposti hämäräksi, ellei vektorit ole jokseenkin tuttu-
ja. Algoritmi tuottaa yhdessä fraktionaalisen Brownin liikkeen kanssa erittäin luonnolli-
sen näköistä maastoa, joka soveltuu varmasti moneen tarpeeseen.
Kaikilla algoritmeilla saa aikaan hyvin luonnollisen näköistä maastoa (liite 4). Keskipis-
teen siirto ja salmiakki–neliö ovat toimintaperiaatteeltaan hyvin samankaltaisia, mutta
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niiden tuottamissa maastoissa on silti huomattavia eroavaisuuksia. Perlin-kohina puoles-
taan edustaa algoritmien hankalampaa päätä, ja pelkkä algoritmin ymmärtäminen edel-
lyttää enemmän matematiikan tietämystä.  Kaikilla  algoritmeilla  on hyviä ja  huonoja
puolia, mutta kaikki niistä soveltuvat luonnollisen maaston generointiin tavalla tai toi-
sella.  Algoritmin  valinnassa  kyse  on  enemmänkin  siitä,  mikä  ratkaisuista  soveltuu
omaan tilanteeseen parhaiten.
5.2 Sovelluksen jatkokehittäminen
Sovelluksen jatkokehittäminen ei ole ainakaan mahdollisuuksista kiinni. Kehitystä voi
lähteä viemään ainakin kahteen merkittävästi  erilaiseen suuntaan: algoritmien tuotta-
mien maastokappaleiden analysointiin  ja realistisuuden jäljittelemiseen.  Sovellukseen
pystyisi  melko helposti  lisäämään erilaisia  korkeusarvojen  värjäysvaihtoehtoja,  mikä
voi  helpottaa maaston analysointia.  Sovelluksen rajauksessa pois jätetyt  tekstuurit  ja
muut objektit, kuten ruohikko, puut ja taivas olisivat myös yksi mahdollinen kehitys-
suunta, joka vaikuttaisi erityisesti maaston realistisuuteen.
Mikään ei  myöskään estä  sovelluksen muuttamista  älykkääksi  suunnittelutyökaluksi.
Sovelluksen toiminnot voisivat sisältää esimerkiksi seuraavia ominaisuuksia:
• Generoi useampia maastokappaleita eri algoritmeja hyödyntäen.
• Valitse muokattavat pisteet ja säätele korkeusarvoja käsin.
• Valitse muokattavat pisteet ja generoi korkeusarvot valitulla algoritmilla uu-
delleen.
• Teksturoi maastokappaleet yhdellä tai useammalla tekstuurilla korkeusarvo-
jen perusteella.
• Vie lopputulos yleisesti tuettuihin 3D-tiedostomuotoihin.
5.3 Sovelluksen vertailu olemassa oleviin toteutuksiin
Kolmiulotteisen  maaston  generointia  on  tehty  Three.js-kirjaston  avulla  aiemminkin.
Löytämäni sovellukset keskittyvät ainoastaan yhden algoritmin tuottamiin maastokap-
paleisiin, toisin kuin oma sovellukseni, jossa on valittavissa kolme eri algoritmia. Olen
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ottanut  vertailtavaksi  kaksi  esimerkkisovellusta,  jotka  molemmat  ovat  hyvin  lähellä
oman sovellukseni rakennetta. Vertailen sovelluksia käytettävyyden sekä niiden tarjoa-
mien ominaisuuksien valossa. Salmiakki–neliö on paranneltu versio keskipisteen siirto
-algoritmista, joten valitsin vertailtavaksi salmiakki–neliötä käyttävän sovellusesimerkin
(esimerkki 1). Toinen vertailtava sovellus käyttää Perlin-kohinaa maaston generointiin
(esimerkki 2).
Esimerkki 1
Sann-Remy Chea on kehittänyt Three.js-kirjaston ja WebGL:n avulla sovelluksen, jolla
voi generoida kolmiulotteista maastoa salmiakki–neliö-algoritmin avulla (Chea 2012).
Chean kehittämässä sovelluksessa käyttäjä voi valita oman sovellukseni tapaan asetuk-
sia käyttöliittymän kautta (kuva 26).
Ensivaikutelma kameran liikuttamisesta oli hieman ankea: kameraa siirretään kolmiulot-
teisessa avaruudessa nuolinäppäinten avulla, ja hiiren nappia painamalla ja raahaamalla
käännetään kameraa. Lopputulos oli, että jouduin kääntämään hiirellä kameran oikeaan
suuntaan, minkä jälkeen liikutin kameraa näppäimistöllä. Kameran ohjaus on mielestäni
epäkäytännöllinen, koska se vaatii kahden erillisen laitteen käyttöä: näppäimistön ja hii-
ren. Omassa sovelluksessani kameran liikuttamiseen käytetään ainoastaan hiirtä, ja oh-
jaustapa on mielestäni helposti ymmärrettävä ja hallittava.
Maastokappaletta  tarkastellessa  huomasin,  että  generoitu  maastokappale on reunoilta
erityisen piikikäs, mikä sai maaston näyttämään hieman epärealistiselta. Omassa sovel-
Kuva 26. Chean (2012) maastongenerointisovellus.
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luksessani salmiakki–neliö-algoritmin tuottamissa maastokappaleissa ei ollut havaitta-
vissa vastaavanlaista ominaisuutta, joten kyse on todennäköisimmin algoritmin toteu-
tuksesta.
Renderöitävän ikkunan koko päätetään ainoastaan ohjelman alussa,  eikä siihen oteta
kantaa, jos esimerkiksi ikkunan koko muuttuu myöhemmin. Jos ikkuna muuttuu pie-
nemmäksi, leikkautuu osa ohjelmaa myös pois näkyvistä. Jos ikkunan koko muuttuu
suuremmaksi, ei ohjelma hyödynnä vapaana olevaa tilaa automaattisesti. Omassa sovel-
luksessani käsittelen ikkunan koon muutokset ja päivitän kameran projektion oikeanlai-
seksi aina, kun ikkunan koko muuttuu.
Sovelluksessa voi valita maastokappaleen leveyden ja pituuden. Maastokappaleen koko
on mielestäni sivuseikka, koska kyse on fraktaalialgoritmista, eikä vertailukappaletta ole
olemassa. Toisistaan riippumattomat leveyden ja pituuden valinnat mahdollistavat myös
hullunkuristen maastokappaleiden generoinnin. Omassa sovelluksessani käyttäjä ei voi
vaikuttaa maastokappaleen kokoon, vaan ainoastaan tarkkuuteen.
Maastokappaletta voi tarkastella kolmella erilaisella tekstuurilla. Tekstuurit elävöittävät
maastokappaletta ja antavat paremman kuvan, miltä generoitu maasto näyttäisi esimer-
kiksi peliin sisällytettynä. Teksturointi puuttuu täysin omasta sovelluksestani.
Chean  kehittämä  sovellus  on  kokonaisuudessaan  erittäin  hyvä  esimerkki  salmiakki–
neliö-algoritmin toiminnasta, mutta tietyt asiat tuntuivat mielestäni turhilta, kuten esi-
merkiksi kameran koordinaattien näyttäminen käyttäjälle. Käyttäjä ei välttämättä tee täl-
lä tiedolla mitään. Oma sovellukseni on tehty pääasiassa maastokappaleen analysointia
varten, mistä johtuen en itse ole ottanut kantaa maastokappaleen realistisuuteen. Jos so-
vellusta lähtisi jatkokehittämään ja ottaisi suunnaksi realistisuuden jäljittelemisen, olisi
teksturointi ehdottomasti yksi tärkeimpiä asioita.
Esimerkki 2
Jérémy Bouny on kehittänyt kolmiulotteista maastoa generoivan sovelluksen Three.js-
kirjaston ja WebGL:n avulla (Bouny 2014). Bounyn sovellus keskittyy pelkästään Per-
lin-kohinaan ja onkin sillä alueella melko kattava. Bounyn sovellus sisältää dat.GUI:lla
toteutetun  käyttöliittymän,  josta  käyttäjä  voi  muutella  erilaisia  asetuksia  (kuva  27).
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Dat.GUI:n lisäksi sovellus käyttää myös samaa OrbitControls-komponenttia kameran
ohjausta varten kuin omakin sovellukseni.
Sovellus sisältää suotimia, joilla voi vaikuttaa maastokappaleen muotoon. Muodon voi
määritellä esimerkiksi ympyräksi, jolloin maastokappaleen korkeusarvot ovat voimak-
kaimmillaan ympyrän muotoisena muotona maastokappaleen keskellä ja reunat jäävät
hyvin matalaksi. Suotimilla voi ikään kuin painottaa korkeusarvojen suurinta vaikutus-
aluetta. Omassa sovelluksessani ei ole tällaista ominaisuutta.
Yksi  erinomainen  ominaisuus  Bounyn  sovelluksessa  on  korkeuskartan  esitys  kuvan
muodossa  käyttäjälle.  Korkeuskartan  kuva auttaa  hahmottamaan maastokappaletta  ja
auttaa sen analysoinnissa. Tämä toiminnallisuus olisi erittäin hyödyllinen myös omassa
sovelluksessani.
Tämän lisäksi Bounyn sovelluksessa satunnaislukugeneraattoriksi on mahdollista valita
joko JavaScriptin oletussatunnaislukugeneraattori tai Mersenne Twister. Omassa sovel-
luksessani on käytössä ainoastaan Mersenne Twister, sillä en usko, että käyttäjää kiin-
nostaa, mistä satunnaisluvut ovat peräisin.
Kuva 27. Bounyn (2014) maastongenerointisovellus.
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Kokonaisuudessaan Bounyn sovellus on erittäin toimiva kokonaisuus, jossa on monta
hyvää ominaisuutta. Erityisesti korkeuskartan näyttäminen kuvana on mielestäni erittäin
hyvä ominaisuus.  Osa käyttöliittymän asetuksista  on epämääräisesti  nimettyjä,  kuten
”Filter  param”,  joka  ilmeisesti  viittaa  suotimelle  annettavaan  parametriin.  Syöte  on
luku, mutta käyttäjälle ei kuitenkaan käy ilmi, mitä asetusta parametri kontrolloi.
5.4 Yhteenveto
Mikä tekee luonnossa esiintyvästä maastosta luonnollisen näköistä?
Luonnossa esiintyvä maasto on muodoltaan fraktaali. Toisin sanoen, maastoa voi tarkas-
tella läheltä tai kaukaa, mutta maastolle ominaiset piirteet esiintyvät siitä huolimatta. Il-
man vertailukappaletta ei voi tietää, millä suurennoksella maastoa tarkastellaan.
Maasto ei ole symmetrinen kaikilta osin. Luonnollisen maaston pinnan muodoissa esiin-
tyy paljon epätäydellisyyksiä ja ne ovat osa luonnollisuutta. Epätäydellisyydet voidaan
käsittää myös satunnaisina muutoksina.
Luonnossa esiintyvä maasto ei ole koskematonta: ihmiset ja eläimet kävelevät maaston
päällä ja jättävät jälkensä maaston muotoon. Käsittelin työssäni ainoastaan maaston pin-
nan muotoa, mutta luonnolliseen maastoon kuuluu myös erilainen kasvillisuus, kuten
puut, ruohikko ja kukat, jotka voivat osaltaan vaikuttaa myös maaston pinnan muotoon.
Miten luonnollista maastoa voi luoda algoritmien avulla?
Luonnollista maastoa voi luoda fraktaalialgoritmeilla. Pelkästään satunnaisten lukujen
arpominen ei riitä, vaan generoitavien korkeusarvojen pitää olla jossain määrin riippu-
vaisia edellisistä korkeusarvoista.  Tällä tavoin varmistetaan,  että generoitava maasto-
kappale on itsesimilaarinen.
Keskipisteen siirto ja salmiakki–neliö ovat molemmat fraktaalialgoritmeja ja ne tuotta-
vat hyvin luonnollisen näköistä maastoa sellaisenaan. Näistä kahdesta algoritmista poi-
keten  Perlin-kohina  ei  ole  fraktaalialgoritmi.  Perlin-kohinan  tuottamat  korkeuskartat
ovat pehmeitä, eivätkä ne sellaisenaan tuota kovinkaan luonnollisen näköistä maastoa.
Perlin-kohinan avulla voi tästä huolimatta tuottaa luonnollisen näköistä maastoa, jos sii-
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hen lisää fraktionaalista Brownin liikettä. Fraktionaalinen Brownin liike summaa yhteen
monta oktaavia eli kerrosta kohinaa. Jokaisessa kerroksessa kohinan taajuutta korote-
taan ja voimakkuutta pienennetään. Tämä tekee Perlin-kohinan tuottamista korkeusar-
voista fraktaaleja.
Tietokoneella  generoidun  fraktaalimaaston  luonnollisuuteen  vaikuttaa  kolmioiden  ja
verteksien lukumäärä. Mitä enemmän kolmioita ja verteksejä on, sitä tarkempi maasto-
kappaleesta  tulee,  ja  sitä  enemmän maastokappaleessa on havaittavissa  fraktaalimai-
suutta. Liian vähällä verteksilukumäärällä maasto ei näytä luonnolliselta, vaikka sen ge-
nerointiin olisikin käytetty fraktaalialgoritmia.
Käytettävä algoritmi kannattaa valita ensisijaisesti omien tarpeiden mukaan. Keskipis-
teen siirto on helppo ja nopea toteuttaa, jos algoritmin tuottamat saumakohdat eivät ole
haitaksi. Salmiakki–neliö on yksi hyvä vaihtoehto joka puolelle kietoutuvan maaston
generointiin. Perlin-kohinan avulla korkeusarvot voidaan laskea viittaamatta ympäröi-
viin korkeusarvoihin, minkä ansiosta Perlin-kohina soveltuu hyvin esimerkiksi verteksi-
varjostimessa suoritettavaksi.
Halutessaan olemassa olevia algoritmeja voi muokata omien tarpeidensa mukaiseksi.
Mikään ei myöskään estä kokonaan oman algoritmin toteuttamista. Opinnäytetyössä esi-
tetyt algoritmit kuvaavat pääasiassa toimintaperiaatteita ja niistä ei ole olemassa yhtä ai-
noaa ja oikeaa toteutustapaa.
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Liite 1 1 (2)
Keskipisteen siirto -algoritmin JavaScript-toteutus
/**
 * Implementation of the midpoint displacement algorithm. The algorithm
 * itself requires a size of 2^n + 1, but this function accepts any
 * value that is greater than one. If the value is not a power of two
 * plus one, this function calculates the next <power of two plus one>
 * value and operates with it. Returns the map after iteration is over.
 */
function midpointDisplacement(size, roughness) {
/**
 * Calculates midpoint values for the given rectangle and divides it
 * into four smaller ones.
 */
function divide(x0, y0, x1, y1, roughness) {
// The difference between coordinates
var deltaX = x1 - x0,
    deltaY = y1 - y0;
// The midpoint elements for coordinates
var midX = x0 + deltaX / 2,
    midY = y0 + deltaY / 2;
// If the difference between x0 and x1 is one, they are
// adjacent, and there are no elements between them.
if (deltaX < 2)
return;
// Calculate the center midpoint for the current rectangle
map[midX][midY] = (map[x0][y0] + map[x1][y0] + map[x0][y1] + map[x1][y1]) / 4 + random() * roughness; // Center point
// Calculate the side midpoints for top, left, right and
// bottom sides. These indices may be applicable for
// calculation multiple times by the sub-rectangles, so it
// needs to be taken into account.
if (map[midX][y0] === 0) map[midX][y0] = (map[x0][y0] + map[x1][y0]) / 2 + random() * roughness; // Top point
if (map[x0][midY] === 0) map[x0][midY] = (map[x0][y0] + map[x0][y1]) / 2 + random() * roughness; // Left point
if (map[x1][midY] === 0) map[x1][midY] = (map[x1][y0] + map[x1][y1]) / 2 + random() * roughness; // Right point
if (map[midX][y1] === 0) map[midX][y1] = (map[x0][y1] + map[x1][y1]) / 2 + random() * roughness; // Bottom point
// Divide the current rectangle into four sub-rectangles
divide(x0, y0, midX, midY, roughness / 2); // Top-left sub-rectangle
divide(midX, y0, x1, midY, roughness / 2); // Top-right sub-rectangle
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divide(x0, midY, midX, y1, roughness / 2); // Bottom-left sub-rectangle
divide(midX, midY, x1, y1, roughness / 2); // Bottom-right sub-rectangle
}
// Make sure that size is a power of two plus one
size = getNextPowerOfTwo(size - 1) + 1;
// Initialize an empty, 2^n + 1 square matrix
var map = initSquareMatrix(size);
// Set a seed value to each corner of the rectangle
map[0][0]               = random() * roughness;
map[size - 1][0]        = random() * roughness;
map[0][size - 1]        = random() * roughness;
map[size - 1][size - 1] = random() * roughness;
// Begin dividing algorithm
divide(0, 0, size - 1, size - 1, roughness);
return map;
}
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/**
 * Implementation of the Diamond-Square algorithm. This time an
 * iterative approach is used. In each iteration, the rectangle width is
 * halved and each rectangle starting position is controlled by x- and
 * y-loops. The x and y starting positions are offset by the current
 * rectangle width. Produces wrappable edge values. Returns the map
 * after iteration is over.
 */
function diamondSquare(size, roughness) {
// Make sure that size is a power of two plus one
size = getNextPowerOfTwo(size - 1) + 1;
// Initialize an empty, 2^n + 1 square matrix
var map = initSquareMatrix(size);
var lastIndex = size - 1; // For iterating the array
// Set a seed value to each corner of the rectangle
var corner = random();
map[0][0]                 = corner * roughness;
map[lastIndex][0]         = corner * roughness;
map[0][lastIndex]         = corner * roughness;
map[lastIndex][lastIndex] = corner * roughness;
// Main loop halves the rectangle width in each iteration
for (var width = lastIndex; width >= 2; width /= 2) {
var half = width / 2;
// Generate center midpoints (square midpoints)
for (var x = 0; x < lastIndex; x += width) {   // Handles x-offset
for (var y = 0; y < lastIndex; y += width) { // Handles y-offset
map[x + half][y + half] = (
map[x + 0][y + 0] +       // Top left point
map[x + width][y + 0] +   // Top right point
map[x + 0][y + width] +   // Bottom left point
map[x + width][y + width] // Bottom right point
) / 4 + random() * roughness;
}
}
// Generate side midpoints (diamond midpoints)
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for (var x = 0; x < lastIndex; x += width) {   // Handles x-offset
for (var y = 0; y < lastIndex; y += width) { // Handles y-offset
// Left midpoint
map[x][y + half] = (
map[x + 0][y + 0] +                                  // Top point
map[x + 0][y + width] +                              // Bottom point
map[x + half][y + half] +                            // Right point
map[x === 0 ? lastIndex - half : x - half][y + half] // Left point
) / 4;
// Right midpoint
map[x + width][y + half] = (
map[x + width][y + 0] +                                            // Top point
map[x + width][y + width] +                                        // Bottom point
map[x + width === lastIndex ? half : x + width + half][y + half] + // Right point
map[x + half][y + half]                                            // Left point
) / 4;
// Top midpoint
map[x + half][y] = (
map[x + half][y === 0 ? lastIndex - half : y - half] + // Top point
map[x + half][y + half] +                              // Bottom point
map[x + width][y + 0] +                                // Right point
map[x + 0][y + 0]                                      // Left point
) / 4;
// Bottom midpoint
map[x + half][y + width] = (
map[x + half][y + half] +                                          // Top point
map[x + half][y + width === lastIndex ? half : y + width + half] + // Bottom point
map[x + width][y + width] +                                        // Right point
map[x + 0][y + width]                                              // Left point
) / 4;
}
}
roughness /= 2;
}
return map;
}
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/**
 * Implementation of the Perlin Noise algorithm. Returns a map filled
 * with height values.
 */
function perlinNoise(size, roughness) {
/** Noise function that is used to generate height values. **/
function noise2D(x, y) {
/** Dot product between two vectors. **/
function dot(a, b) {
return a.x*b.x + a.y*b.y;
}
/** Fade function that is used to mix dot product values. **/
function fade(t) {
return t * t * t * (t * (t * 6 - 15) + 10);
}
// Make x and y wrap
x %= size;
y %= size;
var latticeSquareWidth = size / (NUM_GRADIENTS - 1);
// How many latticeSquareWidths x and y are
x /= latticeSquareWidth;
y /= latticeSquareWidth;
// Find the first gradient's coordinates
var i = Math.floor(x);
var j = Math.floor(y);
// Gradients
var g00 = gradients[i][j];
var g10 = gradients[i + 1][j];
var g01 = gradients[i][j + 1];
var g11 = gradients[i + 1][j + 1];
// Decimal parts
var u = x - i;
var v = y - j;
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// Vectors towards point
var p00 = { x: u,     y: v };
var p10 = { x: u - 1, y: v };
var p01 = { x: u,     y: v - 1 };
var p11 = { x: u - 1, y: v - 1 };
// Dot products between gradients and vectors
var d00 = dot(g00, p00);
var d10 = dot(g10, p10);
var d01 = dot(g01, p01);
var d11 = dot(g11, p11);
// Mix values
var nx0 = d00*(1 - fade(u)) + d10*fade(u);
var nx1 = d01*(1 - fade(u)) + d11*fade(u);
var nxy = nx0*(1 - fade(v)) + nx1*fade(v);
return nxy * roughness;
}
var NUM_GRADIENTS = 8;
// Create gradient array
var gradients = initSquareMatrix(NUM_GRADIENTS);
// Generate gradients
for (var i = 0; i < gradients.length; i++) {
for (var j = 0; j < gradients.length; j++) {
var angle = m.random() * 2 * Math.PI;
gradients[i][j] = {
x: Math.cos(angle),
y: Math.sin(angle)
};
}
}
// Make gradients wrap around edges
for (var i = 0; i < gradients.length; i++) {
gradients[gradients.length - 1][i] = gradients[0][i];
gradients[i][gradients.length - 1] = gradients[i][0];
}
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// Create height map
var map = initSquareMatrix(size);
// Calculate height values
for (var i = 0; i < map.length; i++) {
for (var j = 0; j < map.length; j++) {
// Fractional Brownian motion:
// Sum together multiple octaves of noise with increased
// frequencies and decreased amplitudes.
var total = 0;
var frequency = 0.25;
var amplitude = 0.9;
var octaves = 8;
for (var k = 0; k < octaves; k++) {
total += noise2D(i*frequency, j*frequency) * amplitude;
frequency *= 2.1042;
amplitude *= 1 / 2.1042;
}
map[i][j] = total; // Perlin noise with fractional Brownian motion
//map[i][j] = noise2D(i, j); // Pure Perlin noise
}
}
return map;
}
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Taulukko algoritmien tuottamista maastokappaleista
Verteksien lukumäärä
17×17
(289)
33×33
(1089)
65×65
(4225)
129×129
(16641)
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* Perlin-kohinaan lisätty fraktionaalista Brownin liikettä.
Kaikki maastokappaleet ovat generoitu rosoisuudella 0,5.
