Abstract : This paper proposes a technique to cut a parameter space in dynamic simulations based on model checking. The design object addressed in this paper is a multi-legged robot which is controlled by a Follow-the-Contact-Point (FCP) gait control. The design parameters are about both the walk controller and the robot construction, but the parameter space is too wide to evaluate by the dynamic simulation. The robot behavior is modelled by timed-automata, and specifications for the robot to successfully walk are described in a computational tree logic (CTL). The proposed method is based on repetition of applying model checking, UPPAAL, to each set of parameters. Its availability is shown by adopting the proposed technique to designing a multi-legged robot.
Introduction
Dynamic simulations are widely used in the field of robotics, especially for robots which have multi-degree of freedom. They are capable to evaluate the robot behavior even if it is difficult to describe the dynamics analytically. A multi-legged robot as in Fig. 1 is an example of this case. The dynamic simulations are therefore used in parameter designing for robots with multidegree of freedom, e.g. [1] , [2] . However, the high computational burden is an unavoidable issue when using the dynamic simulations as a tool of parameter designing. Methods to search parameters efficiently or to reduce the search area are required.
Model checking is a kind of formal verification to automatically verify whether a design object of software and hardware satisfies predetermined specifications [3] . It effectively traces all possible paths of a finite state model representing the behavior of the design object, and ensures the model to satisfy the specifications mathematically. Model checking is widely used in design processes of software and hardware systems, since it is applicable to large, parallelized, and decentralized systems. The process of model checking is: 1. Represent the target system as a finite state model; 2. Express the specifications of the target system as logical formulas; 3. Verify whether or not the finite state model satisfies the logical formulas by the model checker. Model checking is also used in robotics, for example multi-agent systems [4] , locomotion controllers of a legged robot [5] , and line tracing robots [6] . In addition, it is used to restrict the search area for parameter estimation of biological pathways [7] .
In this paper, a technique to cut the parameter space of a multi-legged robot by utilizing a software of model checking, UPPAAL. The redundant multi-degrees of freedom make analytical parameter designing far difficult. UPPAAL [8] , [9] is dedicated to verify real-time systems which have dynamics. The robot behavior is modelled as timed-automata [10] in which the time passage at each state is expressed by a clock variable. By exploiting the proposed method, about 96.5% of the parameter space to be evaluated in a dynamic simulation can be reduced.
The remaining of this paper is organized as follows: In Section 2, the proposed method to cut the parameter space is overviewed. In Section 3, the multi-legged robot and the walk controller are explained. In Section 4, the abstract model to represent the robot behavior and the specifications to be satisfied are introduced. In Section 5, the availability is shown by the calculation result, and this paper is concluded in Section 6.
Overview of Cutting Parameters
The overview of cutting a parameter space is shown in Fig. 2 . The original problem of parameter designing addressed in this paper is to find parameters satisfying specifications from its wide parameter space of the physical model. The procedure to reduce the search area in the parameter space is summarized as follows:
Step 1 The behavior of the original physical model is abstracted into timed-automata, which is called the abstract model. The specifications which should be satisfied in the dynamic simulation are also translated on the abstract model. The parameter space of the physical model X phy is shrunk to the parameter space of the abstract model X abs :
where f is a function to convert parameters of the physical model to ones of the abstract model, and dim X abs < dim X phy is supposed.
Step 2 Each set of parameters in X abs is verified by the model checker, UPPAAL. If the set satisfies the specifications, it is checked by ' ', if not, '×'. The specifications are described based on a computational tree logic (CTL).
Step 3 Each set of parameters y abs which is satisfying the specifications is projected inversely onto X phy :
Step 4 Gathering Y phy for all y abs , the boundary of Y phy is derived by a support vector machine (SVM). This step is required because the parameter space of Y phy is partially sparse and dense in X phy .
Step 5 The parameters in the boundary are evaluated based on the original specifications in the dynamic simulation. Note that the parameters in the boundary do not necessarily satisfy the specification in the dynamic simulation because of the modelling error between the physical model and the abstract model. While evaluation in the dynamic simulation is therefore required, the area to be searched is reduced by the above steps.
Multi-Legged Robot and Follow-the-Contact-Point (FCP) Gait Control
In this section, the design object addressed in this paper is briefly explained. It is a multi-legged robot which is controlled by a Follow-the-Contact-Point (FCP) gait control as the walk control. See [11] for the details.
Segment and Control Area
A multi-legged robot is considered to be composed of N segments (N ≥ 3) as shown in Fig. 3 . In this paper, a situation that the robot walks straight is only considered. A segment consists of a body and a pair of legs. The body is connected to the next one by an inter-segment joint. In this paper, the intersegment joints are assumed to be locked so as to keep the bodies straight. The right side (r) and left side (l) legs of segment i ∈ {1, . . . , N} 
Control Modes and Transitions
Each leg has the following four control modes in the FCP gait control: Control mode 1 The leg tip leaves the ground and moves up to a midair point at constant speed of V air . The coordinate of the midair point is steady in the local coordinate system whose origin is located at the root of the leg. When the leg tip arrived at the midair point, the control mode transits from 1st to 2nd. Control mode 2 The leg tip stays at the midair point in this mode. The mode changes from 2nd to 3rd at the moment when the leg tip of the ipsilateral anterior leg Leg has to change the control mode to 1st by the time when the leg tip arrives at the boundary of the reachable area. Otherwise the leg tip is to be dragged and the robot can not move at speed of V consequently.
Initial State of Leg Motion
The leg tips are supposed to be initially located at the midair point or on the ground right and left alternately (Fig. 4) . The 
Abstract Model of Robot Behavior
The behavior of the multi-legged robot controlled based on the FCP gait control is abstracted into timed automata.
Timed Automaton
A timed automaton [10] can express time-dependent state transitions by using clock variables. The clock variable represents the time elapsed in the automaton. When there are multiple automata, the time of these automata passes in synchronization. A timed automaton used in this paper is a tuple < S , S 0 , T, X, I, O, Σ >, where S is a finite set of states (S ∅), S 0 a set of initial states (S 0 ⊆ S ), T a finite set of clock variables, X a finite set of variables other than T (T ∩ X = ∅), I a finite set of input events, O a finite set of output events, and
is a finite set of functions of T and X, which expresses a set of guard conditions. O includes functions to substitute a value to a variable (:=) and other functions using variables of T and X, like increment (++). Figure 5 is the automata of the abstract model, the details are described in the next section. In these automata, the state transition is described as
where only when the input event, inEvent ∈ I, occurs and the guard condition, guard ∈ Φ(T, X), is satisfied, the state transition and the output event, outEvent ∈ O; occur. The set of output/input events which are expressed as x!/x? is called synchronous communication, which is used to synchronize the transitions among different automata. When x! is output, the corresponding input event x! fires in the same time.
Abstract Model of Leg Motion
As shown in Fig. 5 , the leg behaviors are different in the head segment (i = 1), the middle segments (i = 2, . . . , N − 1), and the last segment (i = N). Integrating these automata for all i = 1, 2, . . . , N and s ∈ {r, l}, the entire behavior of the multi-legged robot is obtained. Each automaton has both a clock variable t which is locally defined in the automaton and clock variables In the following, each node in the automata is explained, and the functions which are expressed as the function f in (1) are derived as (4), (5), (6), (10), and (17): Node A This node represents the situation that the leg tip leaves the ground and is moving toward the midair point. It takes T 1 for the leg tip to reach the midair point, and the state transits to Node B after T 1 . T 1 depends on the position on the ground where the leg tip has left. However, in order to sim-plify the relation among the parameters, T 1 is assumed to be expressed as:
Node B The leg tip stays at the midair point. The state of Leg Fig. 5 (b) ) transits from Node B to Node C by receiving a message, enter s i−1 , which the ipsilateral anterior leg sends at Node E. At the same time, the leg receives CPnum s i−1 , the number of the contact point to contact in the next step. As for Leg s 1 ( Fig. 5 (a) ), the state is supposed to transit after the head segment searches a new contact point for period T 0 . Node C The leg tip is moving to the next contact point. It takes T 2 for the leg tip to reach the ground. After T 2 , the state transits to Node D. T 2 depends on the position on the ground where the leg tip will contact. However, in order to simplify the relation among the parameters as well as T 1 , T 2 is assumed to be expressed as:
For Leg 
Node D This node represents the situation that the leg tip is not entering the reachable area of the ipsilateral posterior leg. At the entire time during the leg tip is contacting on the ground in Node D and Node E, the automaton sends a message, ground s i , meaning that the leg tip is on the ground, to the contralateral leg Leg 
Node F Node F means the situation in which the leg tip is on the boundary of the reachable area, and consequently the leg drags the ground. In this paper, this situation is supposed to be a faulty situation because the drag of leg likely to prevent successful walk of the robot. When the state transits to this node, the number of dragging is incremented.
Initial State of Abstract Leg Motion
Each automaton starts from one of Node B, D, and E. The initial state at Node B means that the automaton starts with the leg tip staying at the midair point by Control mode 2. The initial state at Node D or E means the automaton starts with the leg tip contacting on the ground by Control mode 4. When the automaton of Leg s i is reset on Node B, the variables are set as:
When the automaton of Leg s i is reset on Node D or E, the variables are first set as:
where r int is derived from the initial position of the contacting leg, L int , as follows:
Then, the initial state is set at Node D if 
Specifications in CTL
The design objective addressed in this paper is to make the multi-legged robot walk continuously without dragging the leg toes on the ground. The parameters satisfying this specification are derived by applying model checking on the conjugated automaton which is constructed from the automata of all legs. The specification is described by using a computational tree logic (CTL) as follows:
In CTL notations, 'AF(C)' means that some state in the possible paths from the initial state generated by the automaton satisfies the condition C. 'AG(C)' means that all states in the possible paths from the initial state generated by the automaton satisfies the condition C. The first specification (18) expresses that all the contact points are successfully exchanged through all the legs. This means that the robot walks the predefined K steps successfully without deadlock. The second specification (19) means that all the leg toes never drag on the ground until the last leg finishes K steps.
Procedure of Cutting Parameter Space
In this section, the procedure to cut the parameter space, as shown in Fig. 2 , is explained step by step.
Step 1: Abstraction of Model
The design parameters in the multi-legged robot considered in this paper are summarized in Table 1 . The parameters in the first two rows in Table 1 are about the robot construction, and the remaining parameters are about the controller. The parameters of the real robot are transformed to ones of the abstract model by using (4), (5), (6), (10), and (17), which are summarized in Table 2 . Table 2 Design parameters in abstract model of multi-legged robot.
Number of segments N Elapsed time to plan a new contact point T 0 Stay time at Node A, C, D, E T 1 , T 2 , T 3 , T 4 Ratio of initial position to a r int
Step 2: Verification by Model Checking
Then, the parameters of the abstract model are verified about whether or not the model satisfies the specifications (18) (19) by model checking. The parameters to be verified are chosen in Table 3 . The number of total combinations of the parameters is about 310 thousands. The verification took about 254320 s (2 days 22 hours 38 minutes 40 seconds) under the computational environment of Intel R Core TM i7-4770 CPU 3.4 GHz, RAM 8 GB, and UPPAAL 4.1.8. Elapsed time for verifying one model, one query, is summarized in Table 4 . The elapsed time for one model is largely different depending on the verification process in model checking.
An example of the result is shown in Fig. 6 . In this figure, only two parameters T 3 and T 4 are changed with keeping the other parameters constant. If a set of parameters satisfies the specifications (18) and (19), is plotted on the corresponding set of y p and V, and if not, × is plotted. Table 3 Combination of parameters in abstract model to be verified. 
Step 3: Inverse Projection
The verification result for all the sets of parameters in the abstract model is converted to the parameters in the physical model based on (2). 
Step 4: Derivation of Boundary by SVM
As shown in Fig. 7 , the plots of and × are partially sparse and dense because of distortions in the conversion of parameters from the physical model to the abstract model. Therefore, the boundary between and × is derived by a support vector machine (SVM). The gray area in Fig. 7 is the boundary. 
Step 5: Evaluation by Dynamic Simulation
Finally, the parameters in the physical model are evaluated by a dynamic simulation. In this research, V-REP (virtual experimentation robot platform) [12] was used for the dynamic simulation, and ODE was used as the physics engine. Figure 1 is the overview of the multi-legged robot which is constructed in the simulation. The configuration of links is almost same as one of Fig. 3 . The weights of Links 1, 2, 3, and Body, are 0.140 kg, 0.024 kg, 0.016 kg, and 0.050 kg, respectively. The simulation was performed by selecting one by one the set of parameters in the area of parameter space which had been derived in Step 4. Each simulation result was checked whether the following specifications, corresponding to (18) and (19) respectively, were all satisfied:
• 10 contact points are exchanged by all the legs in the right and left sides,
• A contacting leg does not reach the boundary of the reachable area. 
Consideration
As the result of procedures from Step 1 to 5, the feasible area of the parameter space in the physical model is obtained. When the parameters are selected as in Table 5 , the total number of parameter combinations reaches to 48.6 million. On the other hand, the number of parameter combinations in the feasible area is about 1.7 million. About 96.5% of parameter combinations are cut off. It is possible to restrict the search area in the parameter space, which is considered to be contribute to the reduction of computational burden in optimization. Also, the robot can be controlled in diverse behavior to the extent that the parameters are selected from the feasible area.
As shown in Fig. 9 , comparatively many sets of parameters in the feasible area satisfy the specifications of the physical model described in Section 5.5. This means that the model abstraction is adequate to represent the behavior of the robot. The existence of parameter sets of '×' which do not satisfy the specifications means the error between the abstract model and the physical one.
The physical model is based on a dynamic simulation which emulates dynamical phenomena of rigid bodies. On the other hand, the abstract model does not include link structures, postures, and dynamics of the rigid bodies. Although the multilegged robot can perform static walk due to multiple legs contacting on the ground, the difference in the models makes their allowable areas of the parameter space somewhat different. For example, some contacting points which are derived from the allowable parameters in the abstract model are not feasible because of the link structure of a leg. Also, there are cases that the robot in the dynamic simulation falls down to left or right when the contacting points are not adequately located. That is why the parameters of y p < 0.04 in the figure of y p vs L in Fig. 9 and ones of z p < 0.03 in the figure of L vs z p in Fig. 9 do not satisfy the specifications. In addition, some assumptions in the parameter conversions (4) and (5) and the inertia of rigid bodies in the dynamic simulation are also responsible to the difference of allowable parameter areas. It is possible to eliminate parameters of the physical model which are clearly infeasible in the sense of kinematics and dy-namics of the robot before a trial on a dynamic simulation. This will contribute to decrease computational burden of evaluation by a dynamic simulation. This is a future work.
Conclusion
This paper proposed a technique to cut the parameter space of a multi-legged robots in a dynamic simulation based on model checking, UPPAAL. The trial to design the parameters shown the availability of proposed method. In this paper, the behavior of the robot is restricted in walking straight. Verification on various behavior of a multi-legged robot is one of future works. Also, extending the proposed technique to design objects other than multi-legged robots is also a future work.
