Abstract
Introduction
As the application areas of the embedded system become diversified, more complicated functions are required and nonfunctional requirements of software such as safety, reliability, and time-to-market are increasing as well. Accordingly, the complexity of embedded software is more than ever before. As the introduction of embedded system software is widely spread in various areas from mobile phone that we use every day to life related sectors such as national defense, aeronautical engineering, etc., many cases of substantial human and material loss due to minor software-related faults have been reported and thus the reliability and safety of software are drawing attention. As a result, the embedded software testing market is rapidly growing as a way of improving software quality and reliability.
A test is a process of exploration to test a developed system or software, find and remove faults if any. In the area of the embedded system as well, there have been many studies on model based tests to secure safety through thorough verification right from the step of designing [1] . In particular, When a test is conducted for the entire system rather than a unit test, black box test based on the relation between the input and output of the system is appropriate in general [2, 3] . As for a black box test, a test case and test models for the test object are essential. A test model is used to explain behaviors of the software to be embodied while models provide vital information in developing test cases and test suites and finalizing the system embodiment [4] . A test case is an input necessary to check if the software meets the related requirements in a certain condition. This is the minimal unit of a test. The test time and achievement may be different depending on the
Test Case Generation Technique Based on UML Diagram
Sketch diagram techniques that generate a test case based on the UML diagram are commonly used in the step of software design. Such diagrams as use case diagram, activity diagram, and state chart diagram are mainly used to generate test cases [6] .
A use case is prepared in the early stage of system development and defines the software's requirements. A use case describes what the customer wants, what codes the developer has to write, what the man in charge of documentation needs to document, what test the tester needs to conduct, and so forth. Jim Heumann [7] suggests techniques to generate a test case by means of a use case. The following three steps were taken as to the specified use case to extract test cases: 1) the use case scenario was prepared for each use case; 2) at least one condition for a test case to which each scenario was applicable was identified; and 3) the data values were identified for a test of each test case.
Clémentine Nebut et. al., [8] suggested a technique to automatically generate a system test scenario from a use case in the context of object-oriented embedded software, execute specified test cases, and trace issues between high level views. A use case diagram might be used to express the general operation of a system, but which use case and when could be executed is unknown. For dynamic modeling to relate specific behaviors of the internal section of an object or a system, state diagrams are commonly used [9, 10, 11] .
State diagrams describe state changes in an axis of time as an object reacts to a certain event. This is a method to express object behaviors based on a finite state machine that utilizes the expanded state chart notation of Harel. A state machine is described in reference to the types of behaviors, and one state machine consists of at least one region, which includes the state and transition. A state indicates the situation at a certain timing of the object's life time when a condition is being satisfied, an action is being implemented, or an event is expected to take place. The state of an object is specified by one or more attribute values included in the class. A transition indicates the relation between two states as one may be changed to another.
Jeff Offutt et. al., [10] generated a test case for a change event and probable transitions by using a state diagram without any change to it. Y. G. Kim et. al., [9] suggested a technique to generate a test case by converting a state diagram into EFSM (Extended Finite State Machines) and a control flow graph. Supaporn Kansomkeat et. al., [12] and HyunSang Park et. al., [13] suggested a technique to generate a test sequence that converts a state diagram into a testing flow graph.
A state diagram involves various states for one object, and it relates an object with reactive characteristics to the state. This is effective for an embedded system that moves in situations where various events occur such as network and application. Hence, this is commonly used for modeling of a technical system or an embedded system [14] .
Tasi et. al., [15] suggested a method to generate a test case for a state-based embedded system. This extracts state/event trees based on scenario specification and analyzes the integrity, consistency, dependency, and relation. An XML (eXtensible Markup Language) tool was also developed to automate various steps in the process and generate a test case.
Young-won Chang [16] designed an actual robot after modeling constraints by using SysML based on requirements for an intelligent robot. To secure interoperability among components of the designed robot, he also suggested a technique through which the test model was defined based on FSM, a state diagram of the test model was drawn up, and a test case was generated and conducted.
As stated earlier, there have been studies on various methods to generate test cases in utilization of UML or SysML. To generate a test case that fully reflects requirements for stakeholders, the design specification of the system, not the program or source, needs to be the basis. A test case drawn up from the design specification is applied right from the early stage of the system development and then the test is conducted. This is also useful for test planning.
This study expands and specifies use case specification to generate a test case based on the system's design specification. In particular, an embedded system is sensitive to changes in hardware, and thus the hardware-related information is to be fully reflected. Since a use case is too abstract to generate a test case directly based on a use case scenario, however, a process to identify objects is required to embody a use case. An identified object is stated as a 'block' and includes internal behaviors and values of the system, nonfunctional requirements, constraints, etc. A test case based on the state transition model is to be generated in consideration of the embedded system's characteristics by modeling the state of changes in attribute values of the block.
Test Case Generation Technique Based on State Transition Model
The process of establishing a state transition-based test model and generating a test case on the basis of the definition of the embedded system's test model is presented in Figure 1 below:
In Step 1, the use case diagram and use case specification are extracted from the requirements definition. It is essential to include hardware information based on the domain analysis and to specify the use case by finding the internal actor. In Step 2, blocks related to the use case's functional embodiment are to be identified. As a block includes such factors as attribute, operation, and constraint, block identification is a vital step for state identification and test case generation. In Step 3, a state is identified based on use case specification and identified block data. State identification is based on changes in attributes since a state describes behaviors of the embedded system. In Step 4, the state transition table and state transition diagram are drawn up based on the information on the identified state and transition. In Step 5, the test scenario and test case are generated based on the scenario of use case specification.
Figure 1. Test Case Generation Process

Test Model Generation Based on State Transition
In this study, a test model indicates a basis for test case generation applicable to the embedded system. The embedded system and embedded system test model are defined as follows:
Definition 1: The embedded system is a combination of a set of hardware including processor, memory, and various input/output devices and a set of software to control such hardware in order to execute certain functions.
Definition 2:
The embedded system test model is designed to call system information necessary for test case generation. It consists of modeling components, model visualization diagrams, and saving formats.
The embedded system test model (M) as described in Definition 2 consists of 4 elements based on the transition among a limited number of states while a transition(T) consists of 6 elements. The elements of model M and transition T are as follows: [17, 18] . A use case is to define which functions the system will provide actors with. It includes the order of behaviors that might be implemented in interaction with external actors.
This study extracts the use case diagram and use case specification from the definition of requirements. The use case diagram visualizes behaviors of the general system based on the relation between an actor and a use case or between use cases. An actor does not simply mean an external user but includes all elements that provide the system with information or receive information from it. Each use case has its own specification, and the format is presented in Table 1 
Main flow
States the basic flow of steps taken to achieve the user's goal; it does not consider problems that might occur. Exception
States errors probable in each step and solutions. Alternative flow States other alternatives for a certain step.
Included use case States a use case referred to in other use cases.
Scenario
States the channel that connects all flows from the beginning to the end of a use case.
Rules in relation to a use case are as follows:
The name and number of a use case are stated with 'UC_'. In front of each sentence of a flow, the serial number is given with the keyword 'M' for a main flow, 'E' for an exception, and 'A' for an alternative.
A use case specification includes statements on even flows necessary to complete the use case tasks. An event flow is divided to the main flow, exception, and alternative flow. In addition, the keyword and serial number are stated to indicate the flow in front of each step's sentence with the sentence subject clearly indicated.
Identifying Block
It is necessary to identify how functional services would be embodied based on the use case specification, what objects would participate for functional embodiment, and what relations the objects have with each other. In addition, it is vital to identify and reflect nonfunctional requirements that the use case specification does not include. This study states such factors as value, operation, and constraints in relation to embodiment of the system's functional and nonfunctional requirements as part of a block.
In SysML, a block is a basic unit of modules to state the system structure, and it is defined in this study as follows: Definition 3: A block states the software and hardware for the embedded system's test model and test case generation. It is a basic unit of modules with more than one distinguished characteristic.
This study uses a block definition diagram of SysML to present the correlation and system structure through the connection between blocks, and it also uses an internal block diagram of the internal structure to describe the correlation among internal elements of a block. Rules related to block identification are as follows:
Rule 2: Blocks may be classified to hardware blocks and software blocks. A block includes such elements as name, value, and operations.
Rule 3: The value items of hardware behaviors included in a hardware block are defined with values in the Boolean format with 0 or 1.
The products in the step of block identification are used in grasping how use cases identified in the previous step are embodied, what attributes and motions the block of functions stated by the use case has, and what effects the attributes and motions of the block have among use cases.
Identifying State
The block identification as an object embodying the use case's functions is followed by modeling the block's behaviors in reaction to the event in the flow of use case specification. As the state is identified for block behavior modeling, this study defines a state as follows:
Definition 4: A state indicates changes in response to an event input to the block. A state identification includes state-related events, actions, preconditions, and postconditions. The rules used in identifying a state are as follows:
Rule 4: The behaviors of the actor to the system in each step of the flow of use case specification are regarded as request, demand, and stimulation, which involves modeling to an event. Responses and reactions of the system to an actor's behaviors are modeled as an action.
Rule 5: The result of actions in response to an event identified as a flow of use case specification is modeled as a state while changes in a state are expressed as a transition.
Since an action caused by an event is the system's behavior, the result of such a behavior is viewed as a modification to the value in relation to the behavior. Hence, situations or conditions of an attribute modification as a result of an action is modeled as a state.
Rule 6: The main flow of use case specification is modeled as a transition when the action expected after an event is successfully implemented while the flow of exception is modeled as a transition of a state related to errors of the main flow.
Rule 7: The alternative in use case specification is modeled as a transition that indicates another channel reaching the final state indicated in the main flow.
Rule 8: As the precondition in use case specification is a condition to be verified prior to the execution of a use case, it is to be modeled as a guard of the first state that the use case includes, and this is presented in a conditional expression.
Upon an event, the use case is executed only when the precondition is satisfied. A use case consists of various states to realize functions, and these states have their own positions in order. Hence, the precondition of a use case is modeled as the precondition of the first state of the use case.
Rule 9: Since the post-condition in use case specification is a statement of the condition to be included in the state generated as a result of executing the use case, it is modeled as a post-condition of the last state of the use case.
Rule 10: When a use case in use case specification is expressed as a complex state, it is subject to the current use case and thus modeled as a sub-state.
The state identified by the state modeling rule above may be described in a state identification table, and the components are presented in Table 2 below: 
Generation of State Transition Diagram
A test model is drawn up to present the state and transition identified based on the information of the use case and block. As a test model includes state transition diagrams that include graphical elements for visualization, it is necessary to systematically document behaviors of the system that the model represents. This study adds a state transition table to the state transition diagrams in order to provide information on the precondition, post-condition, and input parameters necessary for test case generation. [20] although the availability items were excluded as they were out of range of this study. Transition items were replaced with events that occur in the current condition. The state transition diagram was also drawn up in addition to the state transition table.
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Test Case Generation Based on State Transition Model
In this study, a test scenaio is generated by combining scenarios in use case specification, and the information in the state transition diagram and state transition table where the behaviors of the system under test are modeled is extracted to generate a test case. A test scenario minimizes the test channel by combining or expanding scenarios, and it also plays a role in deciding the test sequence. The specification for a generated test case include items presented in Table 4 below: 
Application
The test case generation technique suggested in this study on the basis of the state transition model is applied to the MP3 player system illustrated in Figure 2 below:
Figure 2. MP3 Player System Structure Diagram
This system uses SD cards for data storage and supports FAT32 format only. The adopted micro controller is ATmega 2561-16AU, and +5V external power sources or batteries may be used. With +3V power running here, the system is turned on by means of a 16MHz system clock. +3.3V/+2.5V power was supplied to VS1033, an MP3 audio codec, and an external speaker set was adopted. The TFT-LCD module has a resolution of 240×320 pixels, an embedded touch screen, and supports 262,144 colors.
Identifying Use Case
The requirements of SUT are defined as follows:
The MP3 player automatically reads and plays MP3 files in the SD card. While reading the SD card, it distinguishes MP3 files from non-MP3 files, and goes over to the next file when recognizing a non-MP3 file. All functions are operated by means of the four keys on the system -[Play], [Pause], [Next/Previous], [Volume Up Down], [Bass Emphasis +/-], and [High Tone Emphasis + /-].
Since detailed information on the system is required to gain data for the test, specific functions of the system to be tested need to be stated.
Use Case Diagram
To present functional requirements in user's perspective, nonfunctional requirements in view of the system, it is necessary to expand the use case, and the expanded use case diagram is as in Figure 3 
Use Case Specification
The specification of the use case identified in relation to the MP3 player's requirements is to be drawn up. An example of the 'initializing' use case specification is presented in Table 5 below: 
Identifying Block
The system to be tested was divided to the hardware block and software block according to specific functions. The hardware block included the system-embedded physical devices and even software in direct control of the hardware.
The software block includes application programs to meet the system's functional requirements. In this case, the software block was identified as one single unit. The structure of the identified block is presented in a block definition diagram as shown in Figure 4 below: 
Identifying State
The flow of events is analyzed for each use case specification to fine blocks related to certain behaviors, and the state is determined based on changes in block values. Table 6 shows an example of the state identification table of 'UC_initialize. ' Once the initialization program is called and initialized, the init_ok value of the software block is changed from 0 to 1. Hence, the block value stated in the main flow M1, init_ok = 0, plays a role of event-related preconditioning. The main flow M4 is a behavior to display the file information in the SD card on LCD. The data in the SD card is transmitted through SPI, during which LED2 is turned on. Based on changes in block values related to 'UC_initialize,' the states of Initializing, Ready, and Diagnosing are identified. M3. The system displays the message of 'initialization completed' once it has been done. 
Generation of State Transition Diagram
Some elements of the transition table on the identified state are presented in Table 7 below. Figure 7 shows the state transition diagram. 
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Figure 7. State Transition Diagram
The format of the state transition XML storage for the established test model is presented in Figure 8 below: … <transition> <transition id = "st8"> <fromS> Operating </fromS> <trans_info> <event> </event> <guard> </guard> <action> stop(filenum); playFlag=0; display_fileinfo(filenum); display_bitrate(filenum); display_volume(volume); display_bass(bass); display_treble(treble); </action> <block>Power; LED; LCD; Software </block> </trans_info> <toS> Ready </toS> </transition> <transition> <transition id = "st9"> <fromS> Ready </fromS> <trans_info> <event> keyin(4) /*play() </event> <guard> play_flag=0 </guard> <action> beep(); play(filenum); display_fileinfo(filenum); display_bitrate(filenum); display_volume(volume); display_bass(bass); display(treble); led2on(); led3on(); </action> <block>Power; LED; LCD; SDcard; VS1033; Software </block> </trans_info> <toS> Playing </toS> </transition> … 
Test Case Generation
Preparation of a Test Scenario
As to all scenarios in the use case specification, the inclusion and expansion of use cases are clarified, and the final test scenario with no duplication involved is prepared. The test scenario is presented in Table 8 below: 
Test Case Specification
A test case is generated based on the state transition table in Table 7 and the state transition diagram in Figure 7 . The test step stated in the item of test case specification is presented in figure. This part refers to the block diagram and block specification. This study focuses on minimizing errors by testing the mutual cooperation among blocks related to functional realization of the system through the generated test case. Hence, the items of the test step are referred to in order to find a possible cause of errors.
As to the test scenario in Table 8 , the test case is stated in the format of test case specification. An example of test case 'test_05' is as follows:
Purpose
Once the MP3 player is turned on, the system is initialized and stands by. Pushing the play button initiates playing the music stored in the SD card. In time, music is selected and played, and this process is tested.
Basic Requirements
A. Electric power is supplied through a 5V external power supply or batteries. B. There should be a FAT32 type SD card of 64~512MB or 1~32GB. C. There should be about 200 MP3 files in the SD card. D. If the file name includes more than 195 characters, a 'file name error' message is displayed, and otherwise, the first 52 characters are displayed on the screen. E. The internal devices of the system work properly. 
Discussion
As an example of the embedded system introduced in Chapter 4, the state transition test model for the MP3 player system was established, the test information was extracted, and the test case was generated. The test case generation process includes the following five steps:
In the first step, detailed hardware information was added to the basic requirements of the MP3 player to expand and specify the use case diagram. Rule 1 was applied to the use case specification.
In the second step, the flow of use case events and hardware information were analyzed to identify blocks that would function for the use case. In application of Rule 2 and Rule 3, the blocks were divided to hardware blocks and software blocks, defined, and described regarding the attribute values and actions.
In the third step, the event, state, transition, precondition, and post-condition were identified based on the flow of use case specification events. In application of Rule 4 and Rule 5, events and actions were distinguished. Attribute values modified by actions were regarded as a state, and so 8 states in total were identified. As Rule 6 and Rule 7 were in relation to transitions, 16 transitions in total were identified. As Rule 8 and Rule 9 were in relation to preconditions and post-conditions, they were reflected to all states with preconditions and post-conditions. As Rule 10 was related to complex state expressions, this was applied to the process of generating the state transition diagram. In the play or pause state, such options as music selection, volume adjustment, bass emphasis, and high tone emphasis were presented in a complex state.
In the fourth step, Rule 11 was applied to drawing up the state transition table and state diagram. In the fifth step, 13 test scenarios were extracted for this case and then 45 test cases were generated.
The basic condition, initial state, and precondition contained in the test case specification of this study may generate more test cases in association with test items, and the test model was drawn up in XML so that it can be used an automated test case generation in the future. In addition, the 'test step' item in the test specification presents the correlation among blocks related the test to make it easier to find a possible cause of errors.
Most of the existing studies extract test cases or test sequences from UML diagrams. In contrast, the test case generation technique of this study generates test cases based on requirement design specification as in the studies of Nicha Kosindrdecha et. al., [6] , Jim Heumann [7] , and Tasi et. al., [15] . The test case generation technique presented in this study, however, does not generate a test case directly in the context of a scenario as in the cases of Nicha Kosindrdecha et. al., [6] and Jim Heumann [7] . Rather, it extracts a state based on a use case or scenario for a systematic process of establishing a test model and generating a test case. In this regard, it adopts the same methodology with Tasi et. al., [15] . Tasi et. al., [15] established the state/event tree as a test model in a different manner from UML, but in this study, SysML is used to establish a test model and to model the system's behaviors. In the process, rules are applied to gain information necessary for the test case generation from the products of each step. The test case generation method suggested in this study, however, does not cover model-based testing through automatic generation. Besides, its contents on constraints modeling, which function as a vital variable for a test case, are insufficient.
Conclusion and Future Works
For a successful test, a research on effective test case generation is of importance. This study suggests a test modeling and test generating technique for model-based testing of the embedded system. The significance is as follows:
First, embedded software is sensitive to the influence of changes in the operation and hardware environments. Hence, their correlation has to be examined sufficiently in the process of system analysis and design. In this respect, this study establishes the test model by means of SysML appropriate to represent the attributes of the embedded system by modeling various aspects of the system. Second, Most of the existing studies on test case generation techniques are based on a completed test model, which makes the software complicated and the test case hard to be generated. Further, the product may hardly meet actual requirements. To overcome such disadvantages, this study presents a systematic process from use case specification to test case generation in the analysis of requirements.
Third, in many cases, embedded software may be developed for hardware that does not exist by the time of establishing the embedded system, or embedded software and hardware are developed simultaneously. Since the performance of hardware in such a case is not certain, the test in the step of embedded software development and design could be quite difficult. In this study, all hardware and software of the system are modeled as blocks, and the state is identified in reference to changes in block attribute values. Hence, it is easier to grasp the interaction between hardware and software in relation to state changes, and thus errors upon test case execution would be readily recognized.
The future study needs to develop techniques to conduct a test in full reflection of system characteristics by expanding the constraints modeling feature of the embedded system in utilization of parametric diagrams provided by SysML. In addition, it is necessary to study automatic generation of test cases with more information added to the test model.
