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DEFDATA
$PARA=\{\alpha, \beta, \tau\}$ ;
ARRA $Y=\{i^{FST} , i^{LST}, \{a_{1}, a_{2}, \cdots, a_{n}\}\}$ ;
$STACK=$ { $n^{S},$ $\{s_{1},$ $s_{2}$ , , sae}};
$AandS=$ {ARRA $Y,$ $STACK$};
BUCKETS$=\{n^{B}, \{b_{1}, b_{2}, , b_{nB}\}\}$ ;
ENDDEF
FUNCTION RACSort $()$
INPUT PARA, $A$ andS;
BEGIN
$n^{DIV}arrow\lfloor\tau(i^{LST}-i^{FST}+1)\rfloor$ ;
{BUCKETS, ARRA $Y$} $\Leftarrow Partition$ ( $n^{DIV}$, ARRA Y);








Figure 1. A recursive procedure of RAC sort.
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Table 1
Comparison of execution times $(\sec)$ for 32-bit real numbers
Table 2
Comparison of execution times $(\sec)$ for 64-bit real numbers
Table 3
Execution times $(\sec)$ of RAC sort for 64-bit real numbers
