This paper discusses and analyzes approaches to the problem of so.)Ctware quality assurance. The approaches offered in the fiterature usually focus on "designing in "quality. This can be a productive approach, but there are also benefits to be gained by establishing an independent quality assurance (QA) group to review all aspects of the software development process. This paper discusses the organization of such a group using the function o fan operations auditing group as a model.
INTRODUCTION

Q
uality assurance is a confusing topic. There are many different approaches to the subject, and it is sometimes difficult to decide which approach is most useful in a particular situation. The problem is compounded by the difficulty in defining "quality." There have been a number of papers on the subject of quality metrics for software [1 l, 15, 25] . For purposes of this paper, we take quality in software to mean:
I. Appropriateness -whether the software has sound design and engineering for its intended purpose. 2. Correctness -whether the software meets its design specifications. 3. Reliability -mean time between failures. 4. Efficiency -amount of computer resources required.
Integrity -extent to which unauthorized access can be
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controlled. 6. Usability -effort required on the part of the user to access the software. 7. Maintainability -effort required to correct errors and add enhancements to the original program. 8. Testability -effort required to test a program. 9. Portability -effort required to transfer software from one environment to another. 10. Reusability -extent to which the software can be used in other applications. I 1. Interoperability -effort required to couple one system with another.
This is a general list of desirable characteristics of software. It is not hard to see that the elements on this list can conflict with one another. In large systems, this conflict can be quite severe. For instance, a program can be made very user friendly (high in usability), but this may also make it less efficient. Similarly, a program can have a high degree of interoperability, but this may make it almost impossible to test in the different environments in which it will function. The list could go on and on.
The Department of Defense defines quality assurance as:
A planned and systematic pattern of all actions necessary to provide adequate confidence that material, data, supplies, and services conform to establish technical requirements and achieve satisfactory performance. [6] .
T his definition is too general to be taken as an implementation plan, but it does contain some important points. First of all, there is the notion that QA is a "planned and systematic" set of actions. A formal plan is essential to the success of any QA activity. Secondly, the definition establishes the scope of the QA effort to cover all "material, data, supplies, and services". In other words, it is not just computer programs that are considered; it is the entire release package for the system. Finally, the quality assurance activity is not assumed to provide complete confidence of system integrity, only "adequate" confidence. This definition recognizes that any real world system is likely to be complex enough that one can never be completely sure of its integrity.
The QA function is frequently thought of as the process of test and verification of software. This is an important part of the QA function, but a QA program is necessarily broader than that. What one is trying to do in a QA program is design a system for insuring quality in the release material sent out by the software development group. The question is how may this best be done. What is needed in a QA program is a set of overall management objectives and a plan for carrying them out.
There are basically two approaches to quality assurance in software. We can design quality in, or we can test for quality after we have the product implemented and correct such deficiencies as we may encounter. Unfortunately, a lot of the confusion about quality assurance is generated by the differences between these two approaches. In reality, they are complementary, and both have to be used in a QA program. In this paper, we will be looking at the organization of an independent QA group whose primary function is to test for quality in developed systems.
APPROACHES
TO QUALITY ASSURANCE T he literature broadly related to QA has covered many areas of the systems design process. With the interest in structured programming and new forms of organizing project groups, much of the work has concentrated on the "designing quality in" approach. Examples of some of this literature are [1, 2, 5, 16, 23, 24] . Before any work can be done on QA, some definition of program quality must be available. There has also been some valuable work on quality metrics [10, 11, 15] . Since the approach of "designing quality in" has some limitations (for example, you need to make sure that you really did design it in), there has also been some emphasis on the development of test and validation approaches and quality assurance tools [13, 20, 21] . All of this literature has offered valuable insight into the production of quality software. Not much of it addresses the issue of the organization of a quality assurance effort. An exception to this statement is the paper by Gustafson [7] . His paper discusses the skills required in a quality assurance group and some material on the organization of such a group. Our paper will focus largely on the organization of such a group, its role within the organization, and will offer some approaches to overcoming common QA group problems.
Many different variables will influence the type of QA approach that is taken in dealing with a system. Some of these variables are:
1. Size of the system. If a system is large and complex, it will take more effort to determine that the system accomplishes its intended functions. 2. Language used. Some computer languages (machine code or microcode, for example) are more difficult to read, write, and document than others. A more sophisticated QA effort may be required for one of these languages than for a more straight-forward language like COBOL. 3. "Criticality" of the system. How critical is successful performance of this system. Will people merely be inconvenienced if it fails, or are serious consequences likely to result from system failure? As an example, one would want to provide a more rigorous program of quality assurance for a system designed to do air traffic control than for a program designed to produce class lists at a university. 4. Level of user. In some cases, intended users of a system are very sophisticated about the way the system is intended to work. For them, a different type of release package is likely to be appropriate. 5. Type of release. Is this a completely new system, or is it merely an update of an old system. 6. Relationship with the user. Is the software system being implemented one that will be maintained by the organization, or is it being done as a one-time, special project? If the latter, then it is more likely that there will not be a separate QA group in the organization and QA will be done within the project group. 7. The cost of implementing a fix after release versus the cost of doing it right the first time. An example would be a program that is to be burned into ROM in some embedded system. This would require fairly rigorous quality assurance since mistakes in ROM can be corrected only by replacing the ROM.
The interesting thing about the published literature on quality assurance is that very little of it addresses these points which cause differences in the way a QA program should be structured. Many articles seem to take the view that they are handing down rules applicable to all environments.
We are assuming that the software developing organization has a tong term relationship with its customers. The software delivered to them is likely to have a long life and go through many versions. The systems delivered are general purpose, fairly complex systems. The cost of implementing a fix is relatively minor and easily done (which would rule out systems implemented in ROM). Reliability of the system is assumed to be highly desirable but not critical. The software is not likely to be involved in life-threatening situations. This type of software environment is typical of most systems development problems encountered in information systems.
QUALITY ASSURANCE AS OPERATIONS AUDITING T he concept of auditing comes from the accounting profession which has given a great deal of study to the development of audit approaches for accounting and management systems. Auditing is thought of by most people in terms of financial and compliance auditing. These are the audits of corporate assets and records conducted by accounting firms to determine whether the accounting system of the company fairly represents the results of operations and the financial condition of the organization. By law, publicly held companies must be audited by an independent accounting firm, and that firm will render an opinion on the status of the company.
This narrow view of auditing has been expanded in recent years to include other areas of company operation. Scantlebury and Raaum [22, page 1] define two additional types of auditing:
1. Economy and Efficiency Auditing -whether resources were employed in an efficient and economical manner.
Program Results or Effectiveness Auditing -whether
desired results or benefits are achieved.
Other terms for this type of audit are operations auditing, management auditing, program auditing and performance auditing. The terms vary somewhat, but basically, they refer to an independent review of operations with a view of making them more effective and more efficient.
There are several phases to an operations audit. Normally, these are:
1. The Audit Survey -this is an information gathering phase in which the auditor learns about the group to be audited and begins gathering the preliminary material to allow him to form an audit plan. 2. The Audit Plan -in this step, a detailed plan for the conduct of the audit is laid out. For a large system, there are many things that could be the subject of the audit. There will be neither time nor resources to look at all of them. The planning phase allows the auditors to isolate the most critical areas for audit and to develop methods for looking at these areas. 3. The Audit -in this phase, the actual work of the audit data gathering is carried out. 4. The Report -the final phase is to report the results of the audit to the responsible management for their action.
• r e are proposing that a QA group consider itself to be an internal operations auditing group. Their involvement with a system should occur at the beginning of the system life cycle. This corresponds to the audit survey or data gathering phase of the operations audit. A representative from the QA group should participate in the meetings where the new system is defined. He should have input into these discussions as well, and a representative from QA should sign off on the preliminary system documentation.
The next phase is the audit plan. While the'development programmers are working at implementing the system, the representative of the QA group writes up a test plan. When this plan is approved, he begins writing test cases and developing test data. These tests will be run against the system when it is delivered to the QA group to test for design errors and to validate that the system meets specifications.
A major role of the QA group is to be the "first user" of a new system. What this means in practice is that the QA group gets the release package (possibly in rough draft form). They then try to install the system using the release material and run a series of tests that they have developed to exercise the capabilities of the system. Their charter should cover all aspects of the system. They should review and critique the user's manual, operator's manual, installation instructions, integrity of the programs, quality of the code and quality of the output. It is their responsibility to certify that the release package meets the published specifications and that the system can be installed and run as intended.
I n the event that the system has major deficiencies, they .can block release until these deficiencies are corrected. There should be a formal system of noting and logging deficiencies. Occasionally it may happen that it is desirable to release a system that has known deficiencies. In this event, a list of the known deficiencies should go out as part of the release package, and some indication should be given as to when the deficiencies will be corrected. In addition, this type of release can only be done with approval from upper level management. We do not propose that the developmental groups should cease going through a normal series of system tests. The QA group will provide a double check on the earlier testing and look at the system development process as a whole. This recommendation is not intended to malign the abilities of the development programmers. Every competent programmer knows how easy it is to get into a rut in a program and only exercise a few paths through the system. An independent, outside reviewer is not likely to follow the same paths, and as a result, he may discover problems that the developer would overlook. An independent review of the system is an important phase of the development process, and this is what the QA group should provide. If the system passes the tests provided by the QA group, then it can be released. If not, the system will either be sent back to the development group for further work, or it will be released with the known deficiencies noted in the release documentation. This approach to quality assurance is common in industry in the cases where the software groups will have responsibility for the software all its working life, and where the organization has a long term relationship with its customers.
SOLVING PERSONNEL PROBLEMS IN QUALITY ASSURANCE
R
eorganizing the QA group dbes not solve the major question that plagues every QA organization-"Where can we find quality programmers who are willing to work in QA?" Because of the nature of QA work, it is difficult to attract long term employees to the job. Much of the actual testing work in QA is fairly mundane, and ambitious programmers will tire of it quickly. This generally leads to a high turnover in personnel. In one QA group the authors are familiar with, the rate came close to 100% a year. Such rates of turnover can be very difficult to handle, but there are creative ways to deal with them.
There are other organizations that have similar problems. The major accounting firms hire thousands of business school graduates every year. These graduates usually have either a BBA or an MBA. They are put to work in the auditing practice of the firm under the direction of a senior manager. What this means is that all of the new hires end up doing the dreary work of checking the physical assets of a company against the book assets, validating records and so on. This is a QA type of job, and it can be even more dull than that faced by a programmer in software QA. The result is predictable. Within two years, most of the new hires are gone, and the firm replaces them with another batch of new hires. The accounting firms do not regard this as a particular problem. They have a highly structured approach to the conduct of an audit which insures consistency and a certain amount of quality control. In addition, the work of the junior members of the team is supervised by a senior member of the firm. The accounting firm gets good work from its junior employees. A few of them decide to stay with the firm and become senior level auditors. The majority have left to go to work for clients of the accounting firm. Presumably, they will think favorably of their old employer.
F
~or the employees, there are real benefits. Their time with the accounting firm is one of the best possible postgraduate educations in business available. They are exposed to all aspects of a business. They have to make critical judgments and defend them to experienced senior level people. They get a structured view of the management process. On the more practical side, this work is also necessary to fulfill requirements for a CPA. It is not possible for all of these graduates to be absorbed into public accounting at a senior level with the large audit firms. Given the nature of the work, most of them probably would not want that anyway. Because of the way the system is structured everybody wins.
A similar opportunity exists with regard to QA in any software development organization. It takes a fair amount of manpower to do the QA work on a large system. Given the nature of the work, it is unlikely that enough senior level programmers are going to be found to fill the positions. Writing test programs simply does not demand senior level skills. What service in a QA group does provide, however, is an excellent introduction to the systems analysis and development process. This knowledge is something that is badly lacking in new programming graduates. Typically, they know a few programming languages and very little about a system's life cycle. But, until they have actually gone through a systems development in all of its phases, their view of the process has a rather detached, theoretical air about it.
The solution to the problem of staffing QA is to follow the lead of the accounting firms. Make a QA position an entry level position and cycle inexperienced new hires through that department. This is to be done with the understanding • that their work with QA is in the nature of a probationary period. If they do well, it is expected that they will be offered a position with one of the development departments. Their work should be supervised by a senior member of the QA department. The new employees would be responsible for much of the detailed work in carrying out the checking of systems to be released. In line with the training aspect of the job, they should be encouraged to engage in professional development such as preparation for the CDP examination. This would help the QA morale problem considerably. They would feel as if the work were leading them someplace instead of being a boring series of tests of other people's work. The manpower to get the QA work done should be available. With the right kind of senior level direction, it would be used effectively.
T he senior level personnel in the QA department would be in much the same position as the partners in an accounting firm. Their function would be largely to manage and direct the QA activity and to provide a "corporate memory" to give a continuity to the QA effort. These are the people that should be given the higher job classifications. It is tempting to try to build a QA group by inflating ratings and hoping that some senior level people will take the job for the rating and ignore the dull aspects of it. Because of the difference in skill levels required, a chief programmer team approach should work particularly well in QA. This is basically the same approach that the large accounting firms use in developing an audit team.
There should also be a number of very technically oriented senior people in a QA group since a QA department needs to develop a series of automated QA tools to help in the work of the group. Examples of automated tools that should be considered are:
1. Automated standards checker programs. 2. "Exerciser" programs to randomly check different paths through programs. 3. Complexity analyzers for applying complexity metrics to code produced. 4. Data generator programs for automatically generating large databases for testing and validation of systems. 5. Output comparators for checking the output of one program against another. 6. Test verifiers to measure the extent of internal program test coverage. 7. Documentation analyzers for checking release documentation against standards for coverage and readability. 8. Structure analyzers for checking the structure of programs and providing documentation on how they work and how well structured they are.
After a few years of work in developing a QA group, there should be a fair sized library of tools available to analysts in the area.
CONCLUSIONS
W
'hat is needed is a more innovative approach to the organization of the software QA function. In some organizations software QA seems to be regarded almost as a necessary evil. The technical work is at a fairly mundane level and is a professional dead end for those assigned to it. Some of the work involved with QA is routine, but it must be done. The approach that has been suggested frequently is to shift the burden of QA to the developing groups by making use of new programming and management methods to "program quality into the system". The progress made by these methods (even allowing for some exaggeration by developers) has been impressive. However, there is still a good case to be made for having an independent group review a software product.
The group that developed a product is generally too close to it to view it objectively. They have a high level of technical skills that may prevent them from catching some of the problems that will occur to less sophisticated users. Finally, the development of a software product is a complex task. It involves the work of systems designers, programmers, hardware engineers and technical writers. It is sometimes difficult to piece the efforts of all these groups together or to comprehend the system once it is completed. An independent QA group can function in the place of the user (under our "first user" concept for QA) and test for problems in systems integration. F ~inally, the work done in QA is fundamentally different from that done in development. In QA, the analyst has to be able to view the system from many perspectives. A broad, overall view is required to arrive at a judgment on the quality of the entire software package (programs, documentation, operator's guides and installation instructions). A close up testing of the individual functions of the system is necessary just to make sure that they are all there (and that they work properly in strange combinations of code that the developers might not have considered). A high degree of technical skill is required for some aspects of QA, too. A QA effort needs some highly skilled programmers who can design and implement QA tools and who can offer developers a technical critique of the software they are producing.
The range of skills required in QA encompasses software engineering, management, and even very elementary levels of programming. This is much like the skills requirements that exist in the operational auditing area, and the organization of the software quality assurance process could benefit greatly from the experience of the accounting firms in organizing the audit process since the QA group serves much the same function as an internal audit group.
