Abstract
Introduction
The integration of a large number of independent and heterogeneous sources of information requires efficient handling of inconsistent information. A global information service based on a network of distributed and heterogeneous database systems, also called as a multidatabase system, is a typical environment where the inconsistencies between the contents of local databases are unavoidable [16] . A large number of heterogeneous systems connected to the service and their full autonomy makes preservation of global data consistency too time consuming and too expensive. A lack of global consistency control is a source of discrepancies in the contents of common database domains epresented in the remote systems. This work assumes, that in a general case, it is too expensive to eliminate the inconsistencies detected at a data integration stage and because of that we have to deal with this phenomenon in the ordinary day to day processing of a multidatabase. In particular, we consider representation of inconsistent information in a multidatabase system with a relational view of the integrated and remote databases and we investigate efficient query processing in such a system.
Since the advances in network technologies made the integration of distributed and heterogeneous database systems the implementable reality a number of research works has been performed on both practical and theoretical aspects of handling the inconsistencies detected during data integration. These works included the extensions of relational, object-oriented, and semi-structured data models towards storing and processing uncertain and inconsistent data. The works [12, 13] introduced the models of i-tables and m-tables that partitioned information into three classes: sure or definite information, indefinite information, or maybe information. One of the first practical approaches [7] proposed the extensions of relational algebra operations on the relational tables with incompatible attributes. The model of flexible relations [1] considered the data inconsistencies obtained from integration the multiple autonomous relational databases. A paraconsisted relational model described in [4, 17] and later on extended on paraconsistent object-oriented and semi-structured database models [15, 14] defined a paraconsistent relation as a pair of two relational tables. A positive table represents all facts know to be true and negative table represents all facts known to be false. A nonempty intersection of the positive and negative tables represents the inconsistencies.
The other group of solutions was based on the formal logic and logic programming. [6] investigated a problem of finding the consistent answers from an inconsistent database. The same problem caddressed in [5, 2] , and [3] used a concept of residue to derive the consistent answers. Merging of inconsistent databases is investigated in [11, 9] , and [10] . In [8] the integrity constraints are expressed as disjunctive DATALOG programs. These programs are used to remove the inconsistencies from a database and to generate the consistent answers.
The practical and implementation aspects of deal-ing with inconsistencies in a typical commercial database management system remain an open problem. Detection of inconsistencies and derivation of consistent answers from inconsistent data and logical consistency constraints is hard because the constraints are usually implemented as small pieces of code embedded either in the client applications or kept on a database server as stored procedures or database triggers. Representation of the inconsistencies as different variants of the same rows in a relational table has a negative impact on performance of query processing when the computations are performed over all combinations of the variants. It is also impossible to extract the negative facts from the commercial database system due to the Closed World Assumption maintained by these systems. Derivation of correct answers from the large amounts integrated data with the logic programming techniques is too time consuming. This work is an early attempt to address a problem of handling inconsistent information in a typical "of-the-shelf" database management system. We consider a central site of a hypothetical multidatabase system that stores and maintains data extracted from a number of local database sites. Our approach clearly identifies the inconsistencies, separates the inconsistencies from clean data and searches for the effective query procesing techniques in a multidatabase system. The paper is organized in the following way. The next section provides the introduction to integration of multiple database systems and informally describes the basic concepts of our model. The formal specification of the model is presented in Section 3. A system of operations on the elementary and complex units of inconsistent information is defined in Section 4. Section 5 considers the implementation aspect of the model. Finally Section 6 concludes the paper.
Concepts
We consider a multidatabase system that integrates a number of remote and independent database systems and provides a transparent view of the component databases as a single monolithic relational database. A lack of global consistency control over the local databases causes inconsistencies later on detected at the data integration stages. A perfect example is a collection of medical records integrated from a number of local medical centers. Each time a patient moves from one suburb to another his/her medical record is recreated from scratch at a medical center. In the relational model of data, the inconsistencies manifest themselves as different sets of tuples representing the same real world entities and/or relationships. Detection of the inconsistencies is performed in the following way. Let r di and r dj be the relational tables defined over the same schema A and obtained from the remote databases d i and d j respectively. If the domain constraints over the attributes in A and semantics of r di and r dj expressed as the sets of logical consistency constraints C over A (e.g. a set of all functional dependencies over A) are the same then r di must be the same as r dj . To find all inconsistencies we have to find all subsets of (r di −r dj ) ∪ (r dj −r di ) that do not violate the semantics expressed through the constraints in C. As a simple example consider a domain of suppliers including John, Peter, and Paul supplying only bolts and nuts. The semantics are expressed through a functional dependency supplier, part→quantity and constraint c saying that each supplier performed at least one shipment. The constraint expresses our beliefs that at least one shipment performed by each supplier has been correctly recorded in a database. Assume that the following sets of tuples have been extracted from the databases d i and d j . The other cases when Peter or Paul supplied nothing are eliminated by the constraint c. All pairs from two sets of cases above represent all inconsistencies detected during a data integration process. At the end of integration, sure information is stored in a separate relational table and inconsistencies are represented as the additional variants. The formal and implementation details are discussed later.
We introduce a concept of a common context defined as a set of logical consistency constraints. In the example above a context consists of the functional dependency supplier, part → quantity, constraint c and domain constraints: con(supplier) = {John, Peter, Paul}, con(part) = {bolt, nut}, and con(quantity) = N + . A concept of context allows for clear identification of inconsistencies, representation of inconsistencies as the variants of relational tables, and for separation of clean from inconsistent information. As the result it is possible to construct a system where the applications operate on both clean and inconsistent components of a database and return both sure information and the variants of unsure information. In such a system, a decision which variant is correct is no longer an obstacle for an immediate access to integrated information. It is also possible that future computations performed on both sure and inconsistent information may contribute to elimination of the inconsistencies. 
Data objects
Let A be a set of attribute names later on called as a schema, and let dom(a) denotes a domain of attribute a∈A. A tuple t over a schema A is a full mapping t :
Operations
A system of operations on ichunks is a reflection of a standard system of relational algebra operations. We start from the operations that change the domain constraints in a context of a variant. Let v=(d, r) be a relational variant in context <A, D>. A split of variant v over an attribute a and constraint c=con i (a), is denoted by ≺ c (v) and it is defined as variants Natural join operation on a variant 
Implementations
This section considers implementation of the model defined above. We use an ordinary "of-the-shelf" relational database management system. Implementation of a variant Decomposition of ichunks into sure and inconsistent components eliminates redundancies and speeds up query processing. It is justified by a fact that the majority of data belongs to the "sure" components and for all of them there is no need to represent and to process the variants. This part of query computation can be simply done as evaluation of relational algebra expressions. Computation of the operations on the mixtures of "sure" and "imprecise" components can be done faster because of the expected small size of imprecise components. The small "imprecise" components can be kept in a main memory for the computation time. Finally, decomposition allows for unified evaluation of expressions where only some of the arguments contain inconsistent data and the rest are the plain relational tables.
Summary
This work addresses a problem of dealing with inconsistent information in a multidatabase system that integrate a number of independent and heterogeneous database systems. A concept of context is used to detect the inconsistencies in the descriptions of identical database domain extracted from the component databases. A model presented in this paper generalizes a concept of relational table to a set of variants (ichunk ) each valid in a predefined context and defines a system of algebraic operations on ichunks . We shown how ichunks and operations on ichunks can be implemented in a typical relational database management system. The contexts allow for precise identification of the inconsistencies and for separation of clean and inconsistent information in a multidatabase system. This approach also allows for a direct access to the results of integration without the resolutions of detected inconsistencies. It contributes to more effective computation of queries and elimination of inconsistencies from the answers through restrictions on domain contexts.
An area that need further work concerns the impact of the other decomposition methods on efficiency of query processing. For example, decomposition of ichunks into "sure" "maybe" "exclusive" and the other more specific sorts of inconsistent information may provide the chances for faster query processing and more precise specifification of the results. A vertical decomposition of the variant parts ofichunks is another idea that also needs to be considered.
