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ALKULAUSE 
 
 
Tämä opinnäytetyö on tehty syyskuun 2011 ja tammikuun 2012 välisenä aikana. Aiheen valintaan 
vaikutti suuri henkilökohtainen kiinnostukseni Symbian-alustaa ja graafista Qt-ohjelmointia 
kohtaan. Pienen harkinnan jälkeen työn aiheeksi valikoitui Qt-sovelluksen kehittäminen Symbian-
alustalle. 
 
Haluaisin esittää kiitokset työtä valvoneelle ohjaavalle opettajalle Veikko Tapaniselle tuesta ja 
ohjauksesta. 
 
Jani Väyrynen 
 
OULU 16.01.2012 
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TIIVISTELMÄ 
 
Työn tavoitteena on kehittää toimiva Qt-sovellus Symbian-alustalle, joka toimii valvontakamerana. 
Työssä käsitellään Symbian-kehitysalustaa, sekä tutustutaan Qt-ohjelmointiin Symbian-alustalle.  
 
Tässä työssä kehitetään QVideoVahti -sovellusta, jonka tarkoituksena on tehdä älypuhelimesta 
langaton ”valvontakamera”. Sovelluksen päätoimintana on  lähettää älypuhelimen tallentamia 
kuvia FTP-palvelimelle verkkoyhteyttä käyttäen. Sovelluksen muita toimintoja ovat muun muassa 
liikkeentunnistus, jonka perusteella ohjelma tekee hälytyksen sähköpostiviestinä. Sovellus 
esitellään työn lopuksi omassa kappaleessaan. 
 
Toteutettu sovellus toimii tavoitteiden mukaisesti. Qt-kehitysympäristöä käyttämällä voitiin luoda 
toimiva mobiili Qt-sovellus. 
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This thesis covers the basics knowledge needed to develop a Qt application to the Symbian 
platform. The aim of this thesis was to develop a functional mobile Qt application for the Symbian 
platform, which could serve as a surveillance camera. The motivation behind the thesis was to 
learn more about Qt programming and the Symbian platform.  
 
  
The Qt application used in, the examples of this thesis was developed as a background work for 
this thesis. The application uses a smartphone camera to capture images and it also uploads 
photographed images to an FTP server. The application also has a motion detection. When the 
application detects a movement, it will automatically send an e-mail to the specified e-mail 
address. The application is presented at the end of this thesis. 
 
The implemented application works according to the requirements. Using Qt environment we 
created a workable mobile Qt program. 
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1 JOHDANTO 
 
 
Tämä työ sai alkunsa omasta kiinnostuksesta ja tarpeesta kehittää valvontakamera-sovellus 
matkapuhelimelle Qt-kehitysympäristöä käyttäen. Työn tekijän mielenkiinto mobiililaitteisiin ja Qt-
ohjelmointiin olivat myös yksi motivoiva tekijä työn aihetta suunniteltaessa. 
 
Älypuhelimien myynti on kasvanut viime vuosina nopeaa tahtia. Markkinoille on tullut monia uusia 
älypuhelinalustoja, kuten Googlen Android, Windows Phone 7 ja Nokian MeeGo. Nokian yleisesti 
käyttämä Symbian-käyttöjärjestelmä on päätetty ajaa alas vuoden 2016 loppuun mennessä. 
 
Tässä työssä käsitellään Qt-sovelluksen kehittämistä Symbian-alustalle. Qt on alustariippumaton 
graafinen-kehitysympäristö, joka perustuu C++ -ohjelmointiin, tuoden kuitenkin mukaan muutamia 
lisäominaisuuksia C++ -ohjelmointiin. Qt on tehty ohjelmoijan kannalta helpommaksi omaksua ja 
sen tarjoamat kirjastot ovat suoraviivaisia käyttää. 
 
Symbian on Nokia Oyj:n ylläpitämä avoimeen lähdekoodiin perustuva älypuhelinten 
käyttöjärjestelmä. Symbianin historia alkoi vuonna 1989, kun Psion-yhtiön kehittämä EPOC-
käyttöjärjestelmä julkaistiin. 
 
Lukijan toivotaan saavan hyvänkäsityksen Qt-sovelluksen kehittämisestä Symbian-alustalle. 
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1.1 Työn rakenne 
 
Työn toisessa luvussa määritellään toteutetun QVideoVahti-sovelluksen toiminnot. Miten 
valvontakamera-sovellus voitaisiin toteuttaa älypuhelimelle. 
 
Työn kolmannessa luvussa tutustutaan Symbian-alustaan, rakenteeseen sekä alustalle tehtävään 
ohjelmistokehitykseen ohjelmistokehitysympäristö Qt:n avulla. 
  
Työn neljännessä luvussa toteutetaan itse QVideoVahti-sovellus, jonka toiminnot 
havainnollistetaan koodiesimerkein ja selityksin. 
 
Työn viidennessä luvussa esitellään työn toteutus kappaleessa tehty sovellus, QVideoVahti. 
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2 SOVELLUKSEN MÄÄRITELMÄ 
 
2.1 Yleistä valvontakamerasta 
 
Valvontakamera on tekninen laite, jolla voidaan valvoa erilaisia tiloja ja alueita. Tälläisia 
kameroita on esimerkiksi kaupoissa ja muissa rakennuksissa, jotka tarvivat jatkuvaa valvontaa. 
Valvontakamerat ovat yleisesti käytetty turvallisuuskeino, jolla voidaan ehkäistä rikollisuutta, ja se 
lisää myös ihmisten turvallisuutta. (Wikipedia.2011, Valvontakamera) 
 
Valvontakamera kuvaa kameran näkymät ja tallettaa ne, tai näyttää turvallisuusnäytöllä. 
Markkinoilla on myös olemassa sellaisia valvontakameroita, jotka tallentavat kameran näkymiä 
tietyn ajan välein, esimerkiksi 60 sekunnin välein. Tallennetut kuvat voidaan siirtää suoraan 
palvelimelle tai sähköpostiin. (Wikipedia.2011, Valvontakamera) 
 
 
2.2 Valvontakamera määritelmä matkapuhelimeen 
Tämän työn tarkoituksena oli luoda älypuhelimeen Qt-ohjelma, jonka avulla puhelin voisi toimia 
valvontakamerana. Ohjelmassa täytyy olla useita eri toimintoja, jotta se voisi toimia 
valvontalaitteena. Ohjelma toteutettiin Qt-kehitysympäristöä käyttäen Symbian-alustalle. 
Seuraavissa kappaleissa käydään läpi valvontakameran eri toiminnot, miten ne voitaisiin 
toteuttaa älypuhelimeen. 
 
2.2.1 Kuvan ottaminen 
Älypuhelimessa olevaa kameraa käyttämällä saadaan puhelimesta kuvadataa tallennettua. 
Tallennettujen kuvien avulla voidaan toteuttaa ohjelmaan kaksi eri toimintoa kuten, kuvan siirto 
palvelimelle, ja kuvassa tapahtuvan muutoksen analysointia. Kuvia on voitava tallentaa käyttäjän 
määrittelemällä aikavälillä. 
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2.2.2 Otetun kuvan lähettäminen 
FTP-protokolla mahdollistaa tiedostojen siirron kahden koneen välillä käyttöjärjestelmästä 
riippumatta. FTP-protokollaa käyttäen saadaan tallennetut kuvat siirrettyä palvelimelle puhelimen 
eri yhteysmuotoja käyttäen, helposti ja nopeasti. Kuvien siirto palvelimelle tulee olla 
automaattista, ja nopeaa. Jokainen kameran tallentama kuva siirretään automaattisesti 
palvelimelle. 
 
2.2.3 Kuvien vertailu 
Liikkeentunnistus-modulissa pitää tutkia, voiko kahta eri kuvaa käyttämällä ja vertailemalla niitä 
keskenään saada luotettavan ja toimivan liikkeentunnistusmekanismin. Liikkeentunnistus täytyy 
toteuteuttaa niin, että se olisi mahdollisimman luotettava hälytysten välittämiseen, jotta 
virhehälytyksiltä vältyttäisiin. Lisäksi kuvien käsittelyssä täytyy ottaa huomioon älypuhelimen 
rajalliset prosessoritehot. 
 
2.2.4 Päivämäärän ja kellonajan lisäys kuvaan 
Olisi hyvä että kuvassa näkyisi helposti päivämäärä ja kellonaika, milloin kuva on otettu. Näin 
voidaan myös varmistaa ohjelman toimiminen, jos puhelin olisi esimerkiksi eri paikassa 
valvomassa kuin käyttäjä. 
 
2.2.5 Hälytyksen välittäminen 
Mahdollinen hälytys välitettäisiin sähköpostiviestinä käyttäjälle. Viestiin täytyisi olla mahdollista 
lisätä liikkeentunnistus-mekanismin havannoima kuva, jossa muutosta olisi tapahtunut. Näin 
käyttäjä voisi helposti katsoa omalta sähköpostitililtä, mitä valvottavassa kohteessa tällä hetkellä 
tapahtuu. 
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2.2.6 Ohjelman asetustoiminnot 
Valikossa on About- ja Settings-valintanapit. About-napissa on ohjelman tekijän nimi, ohjelman 
nimi ja ohjelman versio. Settings-nappia painettaessa avautuvat asetukset näkymä, ja 
asetuksissa on ohjelman säätöihin vaikuttavia asetuksia kuten, FTP-yhteyden asetukset ja 
hälytystoimintoihin liittyvät asetukset. Asetukset talletetaan ohjelman omaan asetustiedostoon, 
jotta asetukset ovat samat, kun ohjelma käynnistetään toisenkin kerran. 
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3 SOVELLUKSEN TOIMINTAYMPÄRISTÖ 
 
3.1 Symbian OS 
 
Symbian on Nokia Oyj:n ylläpitämä avoimeen lähdekoodiin perustuva älypuhelinten 
käyttöjärjestelmä. Symbianin historia alkoi vuonna 1989, kun Psion-yhtiön kehittämä EPOC-
käyttöjärjestelmä julkaistiin. Ensimmäinen Symbian-nimeä käyttävä käyttöjärjestelmä julkaistiin 
versionumerolla 6.0. Vuonna 2002 julkaistiin maailman ensimmäinen Symbian-käyttöjärjestelmää 
käyttävä matkapuhelin, joka oli Nokia 7650. (Nokia and Symbian OS, Nokia. 2002) 
 
Symbian-käyttöjärjestelmä perustuu mikrokernel-arkkitehtuuriin, joka hoitaa lähinnä suorittimen 
ajan jakamisen, muistin varauksen ja tiedon välityksen eri prosessien välillä. Symbian on 
kirjoitettu C++:lla, mutta se ei käytä C++:n standardikirjastoja virrankulutuksen optimoinnin takia. 
Symbian-käyttöjärjestelmän kehityksestä vastaa tällä hetkellä Symbian Foundation. 
(Wikipedia.2011, Symbian) 
 
Symbianin tärkeimpiä ominaisuuksia on tuki sovellusten yhtäaikaiselle suorittamiselle eli nk. 
moniajolle. Nokia Oyj ilmoitti helmikuussa 2011 luopuvansa Symbianista, laitteiden 
ohjelmistopäivitysten odotetaan jatkuvan vuoteen 2016 asti. (Nokia Developer Wiki, Nokia. 2011.) 
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3.1.1 Symbian-käyttöjärjestelmä 
 
Symbian S60 on älypuhelimien käyttöliittymä ja sovellusalusta. Sen on kehittänyt aikoinaan Nokia 
Oyj, joka lisensoi sitä myös muille matkapuhelinvalmistajille. S60-käyttöjärjestelmä on rakennettu 
Symbian OS-käyttöjärjestelmän päälle. S60-käyttöjärjestelmästä on monia eri versioita, kuten 
S60 2nd Edition, S60 3rd Edition, S60 5th Edition. Uusinta versiota kutsutaan nimellä Symbian^3. 
(Wikipedia.2011, S60) 
 
Symbian S60-käyttöjärjestelmän tärkeimpiä ominaisuuksia ovat: tuki moniajolle, verkkoselain, 
musiikkisoitin, kalenteri, sähköposti ja kamera. (Wikipedia.2011, S60) 
 
Symbian^3-käyttöjärjestelmä on Nokian vuonna 2010 lanseeraama Symbian-käyttöjärjestelmän 
uusin versio, jota käytettiin ensimmäisenä Nokia N8 mallissa. Sen uusittu käyttöliittymä on 
erityisesti optimoitu kosketusnäytölliselle älypuhelimille. (Wikipedia.2011, Symbian) 
 
Yksi Symbian^3-käyttöjärjestelmän uudistuksia ovat, tuki hdmi-liitännälle, jonka avulla käyttäjä voi 
katsoa videoita isolta televisiolta 1080p-erottelukykyyn asti. Muita tärkeimpiä uudistuksia ovat 
mm. tehostettu muistinhallinta, täysin uudistettu 2D- ja 3D-grafiikoiden arkkitehtuuri ja tuki 
seuraavan sukupolven 4g-mobiiliverkoille. Käyttöliittymässä tuetaan nyt Iphone OS:n tapaan 
monikosketusta (multi-touch). (Nokia E7 ominaisuudet. Nokia. 2011) 
 
 
3.1.2 Ohjelmistokehitys Symbianille 
 
Symbian^3-käyttöjärjestelmälle voidaan kehittää sovelluksia monilla eri ohjelmointitekniikoilla. 
Symbian^3 sisältää tuen Qt-kehitysympäristölle. Käyttöjärjestelmä sisältää tuen myös Java Micro 
Editionille, jonka avulla pystytään kehittämään Java-sovelluksia. Nokia on kehittänyt myös WRT 
(Web Run Time)-teknologian, jonka avulla voidaan ohjelmoida yksinkertaisia web-sovelluksia 
muistuttavia sovelluksia, kuten kotinäytön widgetit. Näiden vaihtoehtojen lisäksi Symbian^3-
käyttöjärjestelmälle voidaan ohjelmoida sovelluksia Adoben Flash Litellä, sekä Python-skripti 
kielellä. (Symbian platform definition, Nokia. 2012.) 
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3.2 Mikä on Qt? 
 
Qt on alustariippumaton graafinen ohjelmisto-kehitysympäristö, jonka avulla saman lähdekoodin 
saa käännettyä Windows-, Mac OS, Linux-käyttöjärjestelmille sekä seuraaville älypuhelin- 
alustoille: Symbian, Maemo ja MeeGo. Qt:n on kehittänyt norjalainen ohjelmistotalo Trolltech. 
Yrityksen perustivat norjalaiset Eirik Chambe-Eng ja Haavard Nord vuonna 1994. Nokia Oyj osti 
Trolltech ASA:n kesäkuussa 2008 tukeakseen omaa alustariippumatonta ohjelmistokehitystä.  
 
Qt:lla ohjelmointi tapahtuu C++-ohjelmointikielellä ja se tarjoaa laajan käyttöliittymä ja 
luokkakirjaston. Qt koostuu useista eri moduuleista, joita ovat esimerkiksi: verkkoyhteydet ja 
grafiikan käsittelyyn tarkoitetut kirjastot. Lisäksi Qt tarjoaa sovelluskehittäjille erilaisia makroja ja 
tekniikoita, joiden tarkoituksena on yksinkertaistaa C++-ohjelmointia. Qt on hyvä vaihtoehto 
sovelluskehittäjälle, kun tarvitsee luoda graafinen sovellus, joka tukisi mahdollisimman montaa eri 
alustaa. Sama ohjelmakoodi pystytään kääntämään eri alustoille. Desktop-puolella Qt-sovellus 
voidaan kääntää Windowsille, Linuxille tai Macille. Lisäksi Qt tukee mobiili-alustoista Symbiania, 
Maemoa ja MeeGoa. (Nieminen, Matti 2009)  
 
 
 
3.3 Qt-ohjelmointi 
 
Qt:lla kehittäminen tehdään pääasiassa Qt Creatorilla, joka on Qt:n oma IDE (Integrated 
Development Enviroment). Qt Creator on helposti omaksuttava ja siinä on lukuisia ohjelmoijaa 
helpottavia toimintoja, kuten GUI-työkalu käyttöliittymäsuunnitteluun, edistyksellinen debug-
työkalu sekä tuki desktop ja mobiilisovelluksille. (Qt Reference Documentation. 2011) 
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Kuva 1: Qt SDK (http://www.tinesoft.com/qt/use-custom-widgets-with-qt-designer-promotion-
technique 14.9.2011) 
 
Kuvasta 1 näemme että, Qt SDK sisältää laajan luokkakirjaston, näitä kutsutaan Qt:ssa 
moduuleiksi. Qt:n Moduuleita ovat mm. Core, GUI, WebKit, Graphic View, Scripting, OpenGL, 
XML, Multimedia, Database, Network, Unit Tests ja Benchmarking. Qt:n moduuleista kerrotaan 
tarkemmin kappaleessa 3.6. Qt SDK sisältää laajan valikoiman erilaisia työkaluja kuten, Qt  
Creator, jonka avulla ohjelmistokehitys tehdään. Qt Creatorista kerrotaan tarkemmin kappaleessa 
3.4. 
 
Qt SDK sisältää tuen seuraaville työpöytäkäyttöjärjestelmille: Windows, Mac OS X, Linux/X11. 
Sekä seuraaville mobiili alustoille: Embedded Linux, Win CE/Mobile, Maemo, Symbian ja Meego. 
 
Qt SDK tarjoaa myös joustavan lisensointimahdollisuuden, joita ovat: GPL (General Public 
License), LGPL (Lesser General Public Licence) ja Commercial. GPL on vapaiden ohjelmistojen 
julkaisemiseen tarkoitettu lisenssi, joka antaa kenelle tahansa oikeuden muuttaa, kopioida ja 
jakaa lähdekoodia sekä ohjelmia.  LGPL:n tarkoitus on mahdollistaa suljettujen kirjastojen käyttö 
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silloin kun järjestelmässä käytetään suljettuja ohjelmia. Commercial lisenssiä käytetään silloin kun 
ohjelmaa halutaan myydä. 
 
Tunnetuinpia Qt:lla ohjelmoituja sovelluksia ovat Skype, VLC media player ja Google Earth. 
(Wikipedia.2011) 
 
 
3.4 Qt Creator 
Qt Creator on Nokian kehittämä avoimeen lähdekoodiin perustuva IDE (Integrated Development 
Enviroment) eli ohjelmointiympäristö. Qt Creatorin pääsääntöinen tarkoitus on toimia työkaluna 
Qt-kehityksessä. Qt Creatorin uusin versio 2.3 tarjoaa entistä paremman Symbian-tuen sekä 
uusina ominaisuuksina ohjelmistokehitystuen Nokian MeeGo-alustalle ja QML-tuen 
käyttöliittymäsuunnitteluun. Mobiilisovelluksia varten Qt Creatorissa on oma simulaattori, missä 
ohjelmaa voidaan testata ilman oikeaa älypuhelinta. 
 
Qt Creatorin päänäkymä on esitetty kuvassa 2. 
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Kuva 2: Qt Creator. 
 
Itse sovelluskoodin kirjoittaminen on Qt Creator-ohjelmalla varsin helppoa ja yksinkertaista. 
Ohjelma tarjoaa nykyaikana arkipäivää olevan ennustusmekanismin, jolla voidaan tuottaa 
nopeasti ja syntaksiltaan oikein validia koodia. Ennustava koodinkirjoitus vähentää myös 
kirjoitusvirheitä koodissa, joten näin saadaan koodi nopeasti käännettävään muotoon. 
Koodieditorissa on myös aktiivinen virheentarkistus, joka kirjoitettaessa alleviivaa virheellisesti 
kirjoitetun koodin, kuten Microsoft Word tekee tekstinkäsittelyssä. Täten virheiden huomaaminen 
ja korjaaminen on helppoa, eikä se vaadi ohjelmakoodin kääntämistä, jotta virheet huomattaisiin. 
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3.5 Käyttöliittymän suunnittelu Qt Creatorilla 
 
Qt-Creator sisältää käyttöliitymätyökalun, jolla sovellusten käyttöliittymien luominen on helppoa. 
Työkalun toiminta perustuu muista sovelluskehittimistä totuttuun tapaan, jossa 
käyttöliittymäkomponentteja vedetään valikosta näkyviin ”drag&drop”-menetelmällä, minkä 
jälkeen komponentteihin lisätään haluttuja toiminnallisuuksia, kuten signaaleja ja slotteja, jotka 
tutkivat sitä milloin esimerkiksi painonappia painetaan. Seuraavassa kuvassa on nähtävillä Qt-
Creatorin käyttöliittymätyökalun ulkoasu.  
 
 
Kuva 3: Qt Creator:n käyttöliittymäeditori. 
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3.6 Qt:n moduulit 
 
Qt sisältää monia ohjelmoijan työtä helpottavia luokkia. Qt sisältää esimerkiksi helppokäyttöiset 
tietokanta- ja verkkoyhteyksien käsittelemiseen tarkoitetut luokat. Qt:n luokat on jaettu useaan eri 
moduuliin, jotta jonkin modulin sisältämiä luokkia voidaan käyttää, on moduuli sisällytettävä 
ohjelman projektitiedostoon. Taulukosta 1 nähdään Qt:n yleisimmät moduulit. 
 
Moduuli  Käyttötarkoitus 
QtCore  Muiden moduulien käyttämät ei-graafiset ominaisuudet 
QtGui  Graafisen käyttöliittymän komponentit 
QtMultimedia  Matalan tason multimedia toiminnalisuudet 
QtNetwork  Verkkoyhteyksien käsittely 
QtOpenGL  OpenGL grafiikkarajapinnan toiminallisuudet 
QtScript  Tuki skriptien ajoon 
QtSql  Tietokantojen käsittely 
QtWebKit  Verkkosisällön käsittely 
QtXml  XML-tiedostojen käsittely 
QtMobility  Rajapinta mobiililaitteille 
Phonon  Multimedia rajapinta 
Taulukko 1. Qt:n yleisimmät moduulit. (Qt Reference Documentation. 2011) 
 
Esimerkissä 1 ja 2. Esitetään QtMobility-luokan käyttämistä sovelluksessa, jolla 
havainnollistetaan luokkien helppokäyttöisyyttä. 
 
CONFIG += mobility 
MOBILITY += messaging 
Esimerkki 1. Projektitiedoston määritys. 
Projektitiedostoon määritellään mitä Qt:n moduulia halutaan käyttää. Tässä tapauksessa 
QtMobility moduulia, ja sen aliluokkaa messaging. 
// Luodaan uusi sähköposti 
QMessage msg; 
msg.setType(QMessage::Email); 
// Lisätään tarvittavat parametrit 
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  msg.setTo(QMessageAddress(QMessageAddress::Email,email)); 
  msg.setSubject("QVideoVahti"); 
  //Viestin asia 
  msg.setBody("ALARM! Motion Detected! Check attachment file"); 
  // Lisätään liitetiedosto 
  QStringList attachments; 
  attachments.append("E:/Data/QVideoVahti/kuva2.jpg"); 
  msg.appendAttachments(attachments); 
  //Lähetetään viesti 
  msgAction->send(msg); 
Esimerkki 2. Sähköpostin lähettäminen sovelluksessa. 
 
Lisäämällä halutun modulin projektitiedostoon saamme käyttöön halutun luokan, jonka avulla 
voidaan siten toteuttaa toiminnallisuutta. 
 
3.7 Qt-Mobility-moduuli 
 
Qt:n Mobility Project tarjoaa joukon uusia rajapintoja (API) sovelluskehittäjille, jotka tekevät Qt-
ohjelmistokehitystä älypuhelimille. Qt-mobilityn rajapintoja ovat esimerkiksi: Location, Multimedia 
ja Messaging. Näiden edellä mainittujen rajapintojen avulla kehittäjä voi luoda sovelluksia jotka 
käyttävät älypuhelimen käyttöjärjestelmään ja itse laitteeseen integroituja ominaisuuksia, kuten 
esimerkiksi puhelimen kameraa tai GPS-paikkannusta. Seuraavassa taulukossa on kuvattu Qt-
mobilityn rajapinnat. (Qt  Mobility Project Reference Documentation, Qt). 
 
 
Taulukko 2: Qt-Mobility moduulin rajapinnat. (Qt  Mobility Project Reference Documentation, Qt). 
Luokka  Käyttötarkoitus 
Sensors  Puhelimen erilaisten sensoreiden hyödyntäminen  
Messaging  Mobiiliviestien välittämiseen tarkitettu rajapinta 
Contacts  Yhteystietojen hallintaan tarkoitettu rajapinta 
Location  Paikannusta varten oleva rajapinta  
Multimedia  Multimedia rajapinta.sis mm.kamera toiminallisuudet 
System Information Tällä rajapinnalla saadaan puhelimesta tietoja 
NFC (beta)  NFC tuki matkapuhelimeen 
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Päämääränä Qt Mobilityn rajapintoja luotaessa on ollut mahdollistaa älypuhelimien 
toiminnallisuudet Qt-ohjelmiin. Mobilityn rajapinnat ovat helppoja käyttää, ja ne ovat suunniteltu 
järjestelmäriippumattomiksi. Kuitenkin, kannettavat päätelaitteet kuten älypuhelimet omaavat 
monia erikoisia ominaisuuksia, näitä ovat tyypillisesti paikannustiedot ja mobiiliviestintä, jotka ovat 
käytössä vain kannettavissa päätelaitteissa. Qt-mobilityn yhtenä päämääränä on ollut se, ettei 
rajapintoja käytettäessä tarvitse käyttää natiivia koodia, kuten Symbian C++:a. (Fitzek, Mikkonen, 
Torp 2010, 65) 
 
3.8 Qt for Symbian 
Symbian^3-alustalle kohdistettu Qt:n versio sisältää joitakin sovelluksen ulkoasuun vaikuttavia 
muutoksia. Tehdyt muutokset saavat Symbian^3-alustalle käännetyt Qt-sovellukset näyttämään 
ja tuntumaan natiiveilta Symbian-sovelluksilta. 
 
Symbian^3-alustalla suoritettavien sovellusten käyttöliittymä poikkeaa hieman perinteisistä Qt-
työpöytäsovelluksista. Esimerkiksi tilannepalkki on yhdistetty otsikkopalkkiin ja valikot ovat ruudun 
alaosassa työkalupalkissa. Symbian^3-alustan käyttöliittymää ja perinteisen työpöytäsovelluksen 
käyttöliittymää on havainnollistettu kuvassa 4.  
 
Kuva 4: Käyttöliittymän eroavaisuudet. 
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Kehittäessä Qt:lla Symbian^3-alustalle tulee ottaa huomioon muutama lisäasetus pro-
tiedostossa, joista ”symbian:TARGET.CAPABILITY” -määritys on tärkein ohjelman toimimisen 
kannalta oikeassa päätelaitteessa. Allekirjoituksen tasosta riippuen sovellus saa erilaisia kykyjä 
(capabilities), joiden avulla se voi käyttää käyttöjärjestelmän eri toimintoja. Jos oikeita capabilityjä 
ei ole asetettu pro tiedostoon, sovellus sulkeutuu välittömästi, kun sitä yritetään käynnistää 
päätelaitteessa. 
 
 
Taulukko 3. Qt-mobility API ja vaaditut cabapilityt. 
Qt Mobility API Cabability-value 
Sensors  -   
Messaging LocalServices ReadUserData WriteUserData 
NetworkServices UserEnvironment 
Contacts  ReadUserData WriteUserData 
Location  Location 
Multimedia  UserEnvironment ReadUserData WriteUserData 
System Information LocalServices ReadUserData WriteUserData 
NetworkServices UserEnvironment 
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 4 TOTEUTUS 
Tässä luvussa esitellään opinnäytetyöksi tehtyä QVideoVahti-sovellusta. Sovellus toteutetaan Qt-
kehitysympäristöä käyttäen kappaleessa 2 olevien toiminnallisuus määritysten mukaisesti.  
 
4.1 Sovelluksen toimintaympäristö 
 
Kuvassa 5 on havainnollistettu kehitettävän QVideoVahti-sovelluksen toimintaympäristöä. Kuvan 
kohdassa 1. älypuhelimessa on videovahti-sovellus päällä ja se voi käyttää joko Wlan-ap:ta (2.) 
yhteyteen tai Cellularnetwork (2G/3G)-yhteyttä (3.) palvelimelle. Yhteyden välityksellä siirretään 
kuvadataa FTP-palvelimelle (5.) tai vaihtoehtoisesti hälytyksen sattuessa lähetetään 
sähköpostiviesti (6.) käyttäjälle. Käyttäjä (7.) voi seurata sovelluksen lähettämiä kuvia FTP-
palvelimelta, tai hälytyksen sattuessa katsoa sähköpostipalvelimelta hälytyksen sisällön. 
 
Kuva 5. Sovelluksen toimintaympäristö 
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Kuvassa 6 on esitetty QVideoVahti-sovelluksen lohkokaavio. Timerin aktivoituessa puhelin ottaa 
aina uuden kuvan, ja vertailee siinä tapahtuneita muutoksia edelliseen kuvaan. Jos muutoksia 
havaittu, lähetetään hälytys käyttäjälle sähköpostiviestinä. Lisäksi kuva lähetetään aina FTP-
palvelimelle vaikka muutosta kahdessa eri kuvassa ei olisikaan tapahtunut. Tässä loopissa 
pyöritään niin kauan, kunnes sovellus suljetaan tai timer-valitsin disabloidaan käyttöliittymästä. 
 
 
 
Timer 
aktivoituu Otetaan kuva
Vertailu
Muutoksia?
Hälytys
Email
Lähetys Ftp
Kyllä
 
Kuva 6. QVideoVahti ohjelman lohkokaavio. 
 
 
4.2 Projektin luonti 
 
Qt-Creatorilla kehitettäessä ohjelmistoa projektin hallinta on verrattain helppoa ja yksinkertaista. 
Uusi projekti luotiin Qt Creatorilla, projektin tyypiksi valittiin Mobile Qt Application. Kun tyhjä 
projekti saatiin luotua, lisättiin projektiin vielä kaksi uutta Qt Designer Form classia. Uutta 
projektia luotaessa Qt-Creator luo projektin hakemistorakenteen, josta löytyvät projektin 
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lähdekooditiedostot (source) sekä otsikkotiedostot (header) eroteltuna omiin 
alihakemistoihinsa.Tämän lisäksi projektin alta löytyy pro-päätteinen tiedosto, joka sisältää 
projektin määritykset. 
 
Koodiesimerkissä 2 esitellään QVideoVahti-sovelluksen pro-tiedosto. 
 
DEPLOYMENTFOLDERS = # file1 dir1 
symbian:TARGET.UID3 = 0xE286991C 
symbian:TARGET.CAPABILITY += NetworkServices LocalServices 
UserEnvironment ReadUserData WriteUserData  
CONFIG += mobility 
MOBILITY += multimedia messaging 
SOURCES += main.cpp mainwindow.cpp \ 
    cameraform.cpp \ 
    settingsform.cpp 
HEADERS += mainwindow.h \ 
    cameraform.h \ 
    settingsform.h \ 
FORMS += mainwindow.ui \ 
    cameraform.ui \ 
    settingsform.ui 
include(deployment.pri) 
qtcAddDeployment() 
OTHER_FILES += 
Koodiesimerkki 2. Qt Creatorin luoma .pro tiedosto. 
 
QVideoVahti-sovelluksen toiminnan kannalta tärkeitä capabilityjä ovat NetworkServices, 
LocalServices, UserEnvironment, ReadUserData ja WriteUserData, jotka lisättiin 
projektitiedostoon. Luvussa 3.8 on kerrottu tarkemmin Symbianin cabapilityistä. Lisäksi tämä 
sovellus käyttää seuraavia Qt:n Mobility kirjastoja, multimedia ja messaging, näistä lisättiin 
määritys .pro-tiedostoon. Projektitiedosto sisältää myös Qt Creatorin lisäämän Symbianin 
target.uid3:n, joka sopii sovelluksen kehittämiseen. Tällä uid:llä sovellus yksilöidään, eikä toisella 
sovelluksella voi olla samaa uid-tunnusta. Lisäksi projektitiedostossa näkyvät projektissa mukana 
olevat lähdetiedostot(sources) sekä otsikkotiedostot(headers) ja Qt Creatorin desing työkalulla 
suunnitellut form ui:t. 
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4.3 Käyttöliittymä 
 
Käyttöliittymän suunnittelu toteutettiin Qt Creatorin design-työkalun avulla. Ikkuna asetettiin 
designer työkalulla layouttiin pystytasoon. QVideoVahti-ohjelma sisältää kaksi eri ikkunaa, 
ensimmäinen ikkuna on kameranäkymä ja toinen on asetusikkuna. Tämän jälkeen 
käyttöliittymäkomponentit lisättiin Qt Creatorin designerilla ”Drag&Drop” menetelmällä. Yksi 
käyttöliittymäkomponentti jouduttiin asettamaan ohjelmoimalla. Tämä komponentti on kameran 
etsinkuvan esittämiseen tarkoitettu widget, jota ei löydy valmiina designerin komponenteistä.  
 
Kuva 7. Ohjelman käyttöliittymät luotiin Qt Creatorin design-työkalulla. 
 
QVideoVahti-ohjelmassa QMainWindow-luokka periytettiin MainWindow-nimiseksi luokaksi. 
Luokan muodostajassa luodaan CentralWidgetille näkymäksi CameraForm eli ohjelman 
  
 
27 
 
kameranäkymä. Alustuksen yhteydessä myös muodostetaan kaksi QMenuBar-itemiä joille 
asetetaan tapahtumien kuuntelija. 
MainWindow::MainWindow(QWidget *parent) 
    : QMainWindow(parent) 
{ 
    //asetetaan form jossa ohjelman paanakyma central widgetiksi 
    CameraForm* cameraform = new CameraForm(this); 
    backSoftKey = NULL; 
    this->setCentralWidget(cameraform); 
    //luodaan ensimm_inen menu item 
    QAction * menuAction = new QAction("Settings",menuBar()); 
    menuBar()->addAction(menuAction); 
    connect(menuAction,SIGNAL(triggered() ), this ,           
SLOT(changeToSettings() )); 
    //luodaan toinen menu item 
    QAction * menuAction2 = new QAction("About",menuBar()); 
    menuBar()->addAction(menuAction2); 
    connect(menuAction2,SIGNAL(triggered() ), this , SLOT(about() )); 
} 
Koodiesimerkki 3. MainWindow-luokan muodostaja. 
 
 
4.4 Kuvan tallennus Qt:lla 
 
Qt Mobilityn Multimedia API sisältää rajapinnan, jonka avulla voidaan käyttää puhelimen kameraa 
kuvien ja videoiden tallentamiseksi. Jotta kuva voidaan kaapata, käytetään luokkia QCamera ja 
QCameraViewFinderia, jonka avulla nähdään, minne kameran etsin osoittaa. 
QCameraImageCapture luokkaa käytetään kuvan tallentamiseksi puhelimen muistiin.(Qt  Mobility 
Project Reference Documentation, 2011) Koodiesimerkissä 4 nähdään, miten kamera alustetaan 
QVideoVahti-ohjelmassa. 
 
CameraForm::CameraForm(QWidget *parent) : 
    QWidget(parent), 
    ui(new Ui::Form) 
{ 
    //piirtaa Qt Creatorilla luodun ui:n naytolle 
    ui->setupUi(this); 
    // Luo kamera objektin 
    camera = new QCamera; 
    // Luo kamera etsimen 
    cameraviewFinder = new QCameraViewfinder(); 
    // Ui:n gridlayouttiin asetetaan widgetiksi cameraviewfinder joka                
nayttaa kameran etsinkuvan ui:ssa 
    ui->gridLayout->addWidget(cameraviewFinder,1,0,2,2); 
    camera->setViewfinder(cameraviewFinder); 
    cameraviewFinder->show(); 
    // Luo imagecapture objektin 
    imageCapture = new QCameraImageCapture(camera); 
    camera->setCaptureMode(QCamera::CaptureStillImage); 
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    camera->start(); 
} 
Koodiesimerkki 4. Esimerkissä nähdään, miten kamera alustetaan widgetin muodostajassa. 
 
Kuva tallennetaan puhelimen muistiin seuraavalla komennolla: 
 /*ottaa kuvan ja tallettaa sen puhelimeen*/ 
imageCapture->capture("E:/Data/QVideoVahti/kuva.jpg"); 
 
 
4.5 Päivämäärän ja kellonajan lisääminen kuvaan Qt:lla 
QPainter-luokka tarjoaa toiminnallisuuden piirtoelementtien käyttämiseksi Qt-ohjelmissa. Luokan 
avulla voidaan piirtää käyttöliittymään erilaisia komponentteja. Tässä työssä QPainter-luokkaa 
käytettiin päivämäärän ja kellonajan lisäämiseksi kuvaan. Päivämäärä ja kellonaika saadaan 
puhelimesta ulos QDate ja QTime-luokan avulla. Koodiesimerkissä 5 nähdään QVideoVahtiin 
toteutettu funktio päivämäärän ja kellonajan lisäämiseksi kuvaan. 
 
//Kuvan käsittelyä, lisätään päivämäärä ja kellonaika kuvaan 
QImage img; 
img.load("E:/Data/QVideoVahti/kuva.jpg"); 
QDate date = QDate::currentDate(); 
QTime time = QTime::currentTime(); 
QString paiva = date.toString("dd.MM.yyyy"); 
QString aika = time.toString("hh:mm:ss"); 
//Lisätään kuvaan puhelimen päivämäärä ja kellonaika 
QPainter* painter = new QPainter(&img); 
painter->setPen(Qt::red); 
painter->setFont(QFont("Arial", 10)); 
painter->drawText(img.rect(),Qt::AlignRight, paiva+" "+aika); 
//liitetään imagelabel kuvaan 
QLabel* imageLabel = new QLabel(); 
imageLabel->setPixmap(QPixmap::fromImage(img)); 
imageLabel->setAlignment(Qt::AlignRight); 
Koodiesimerkki 5. Päivämäärän ja kellonajan lisäys kuvaan. 
 
 
 
 
 
Seuraavassa kuvassa näkyy miten koodiesimerkki 5 toimii käytännössä. 
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Kuva 8. Kuvaan lisätty päivämäärä ja kellonaika. 
 
4.6 FTP-yhteys Qt:lla 
QFTP-luokka tarjoaa toiminnallisuuden FTP-yhteyden muodostamisen asiakkaalta palvelimeen 
käyttäen FTP-protokollaa. Tämä luokka tarjoaa suoran rajapinnan FTP:hen, jonka avulla on 
helpompi hallita yhteyksiä. QFTP-luokan komentoja ovat mm. connectToHost(), login(), close(), 
list(), cd(), get(), put(), remove(), mkdir(), rmdir(), rename() ja rawCommand(). (Qt Reference 
Documentation, 2011) QVideoVahti-ohjelmassa QFTP-luokkaa käytettiin puhelimella tallennetun 
kuvan lähettämiseksi palvelimelle. Koodiesimerkissä 6 nähdään FTP-yhteyden muodostamisen 
toteutus QVideoVahti-ohjelmassa. 
 
 
void CameraForm::initFTPConnection() 
{ 
       QUrl url(address); 
       url.setPort(portnumber.toInt()); 
       FTP = new QFTP(this); 
       connect(FTP,SIGNAL(done(bool)),this, 
SLOT(FTPTransferDone(bool))); 
       FTP->connectToHost(url.host(),url.port()); 
       FTP->login(uname,pass); 
       FTP->cd(homedir); 
} 
Koodiesimerkki 6. FTP-yhteyden muodostaminen palvelimeen. 
 
Ennenkuin puhelimella tallennettu kuva voidaan lähettää QFTP-luokkaa käyttäen palvelimelle, 
tulee kuvalle tehdä muunnos. Muunnos tehdään jpg-muodosta png-muotoon, tiedoston koon 
  
 
30 
 
säästämiseksi, täten myös FTP-tiedonsiirto on nopeampaa, jos käytössä on hidas yhteys.  
Muunnos tapahtuu koodiesimerkki 7 mukaisesti. 
 
 
//Kuvan kasittely 
QImage img; 
img.load("E:/Data/QVideoVahti/kuva.jpg"); 
QByteArray ba; 
QBuffer buffer(&ba); 
buffer.open(QIODevice::WriteOnly); 
img.save(&buffer,"PNG"); // kirjoittaa kuvan PNG formaattiin 
buffer.seek(0); 
buffer.close(); 
FTP->put(ba,"kuva.jpg",QFTP::Binary); 
 Koodiesimerkki 7. Kuvan muuntaminen binääri muotoon. 
 
Ensimmäiseksi kuva avataan QImage-luokan load()-funktiolla. Luokkien QByteArray ja QBuffer 
avulla kuva tallennetaan binäärimuotoon FTP-siirtoa varten. Lopuksi kutsutaan QFTP-luokan 
put()-funktiota, jolla kuva saadaan siirrettyä palvelimelle. Virheiden käsittely on toteutettu Qt:n 
signals&slots-rakenteen avulla. 
 
4.7 Viestipalvelu Qt:lla 
 
Qt Mobilityn Messaging API sisältää rajapinnan, jonka avulla voidaan käyttää puhelimen eri 
viestitoimintoja kuten, sms-viestit, mms-viestit ja sähköpostiviestit. Tässä työssä käytettiin 
sähköpostiviestiä hälytyksen välittämiseen. Viesteihin on mahdollista lisätä liitetiedostoja, kuten 
tässä tapauksessa kuvia. Viestipalvelun toimintaa on esitetty koodiesimerkin 8 avulla. 
 
// Luodaan uusi sahkoposti 
QMessage msg; 
msg.setType(QMessage::Email); 
// Lisataan tarvittavat parametrit mm.sahkopostiosoite,otsikko,viesti. 
msg.setTo(QMessageAddress(QMessageAddress::Email,email)); 
msg.setSubject("QVideoVahti"); 
//Viestin sisalto 
msg.setBody("ALARM! Motion Detected! Check attachment file"); 
// Lisataan liitetiedosto 
QStringList attachments; 
attachments.append("E:/Data/QVideoVahti/kuva2.jpg"); 
msg.appendAttachments(attachments); 
//Kutsutaan QMessageService objektin send()-funktiota. 
msgAction->send(msg); 
Koodiesimerkki 8. Sähköpostiviestin lähettäminen Qt:lla. 
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QMessage-luokan avulla luodaan uusi sähköpostiviesti, msg-muuttujaan lisätään sitten tarvittavat 
parametrit kuten, vastaanottajan sähköpostiosoite, viestin otsikko, viestin sisältö. Lisäksi tässä 
tapauksessa viestiin lisätään liitetiedosto. 
 
Lisäksi widgetin muodostajassa täytyy luoda QMessageService objekti: 
//Luo viestipalvelu objektin 
msgAction = new QMessageService (this); 
 
QMessageService-luokka käyttää puhelimeen luotua oletus sähköpostikansiota viestien 
lähettämiseen. Viesti lähetetään QMessageService-luokan send()-funktiolla. Virheiden käsittely 
on toteutettu Qt:n signals&slots rakenteen avulla. 
 
4.8 Liikkeentunnistus 
Tässä työssä käytetty kuvien vertailu-funktio on toteutettu RosettaCoden luomasta algoritmista, 
jota on hieman muokattu tähän työhön sopivaksi. Algoritmissa vertaillaan kahden eri kuvan RGB-
värimallin mukaisia pikseleitä ja laskemalla niistä prosentuaalisen eron. Siten voidaan päätellä, 
onko kuvassa tapahtunut riittävästi muutoksia, jotta hälytys voitaisiin tehdä käyttäjän 
määrittämään sähköpostiosoitteeseen. Lisäksi käyttäjä voi säätää hälytyksen herkkyyden 
"treshold", kuinka monta prosenttia muutosta sallitaan, ennen kuin hälytys lähetetään. 
Tunnistuksessa käytetään QImage-luokan scanLine()-funktiota joka hakee RGB-värimallin 
mukaiset pikselit kuvasta. Liitteessä 1 nähdään toteutettu vertaile()-funktio. 
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4.9 Sovelluskoodin kääntäminen 
 
Käännettäessä sovelluskoodia valitaan Qt Creatorista ensin kohdejärjestelmä, jolle käännös 
tehdään. Tässä työssä kohdejärjestelmänä käytettiin Symbian^3-käyttöjärjestelmää. 
Käännettäessä ohjelmaa Symbian-alustalle Qt Creator muodostaa sovelluskoodista sis-
päätteisen asennuspaketin joka siirretään ja suoritetaan päätelaitteessa. Kun päätelaite on 
kytketty tietokoneeseen, jossa ohjelmointia tehdään, käännösvaiheen jälkeen Qt Creator siirtää ja 
asentaa sovelluksen automaattisesti päätelaitteeseen. QVideoVahti –sovelluksen testaaminen 
suoritettiin projektin edetessä vaihe vaiheelta, jotta ohjelmasta saadaan varmatoiminen ja 
luotettava. Sovelluksen testaukseen käytettiin Nokia E7 matkapuhelinta. 
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5 TOTEUTETUN SOVELLUKSEN ESITTELY 
 
Tämän työn toteutuksessa tehtiin QVideoVahti–sovellus, jonka tarkoituksena on tehdä 
älypuhelimesta valvontakamera. Sovelluksen toimintoihin kuuluu muun muassa kuvan 
lähettäminen FTP-palvelimelle käyttäjän määrittämällä aikavälillä sekä kuvassa tapahtuvien 
muutosten analysointia, jonka perusteella ohjelma tekee hälytyksen käyttäjän määrittämään 
sähköpostiosoitteeseen. 
 
 
 
Kuva 9: Sovelluksen päänäkymä. 
 
Sovelluksen päänäkymässä näytetään päätelaitteen kameran etsinkuvaa joka helpottaa 
päätelaitteen suuntausta valvottavaan kohteeseen. Muita toimintoja ovat capture-nappi, jolla 
voidaan ottaa yksittäisiä kuvia, sekä activate timer-valitsin, joka käynnistää kameravalvonnan. 
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Kuva 10: Sovelluksen asetusnäkymä. 
 
Asetusnäkymässä käyttäjä voi määritellä monia sovelluksen eri asetuksia, kuten: FTP-yhteyden 
kohdeosoite, portti, käyttäjänimi, salasana ja kotihakemisto, sekä hälytystoimintoon liittyvät 
asetukset kuten sähköpostiosoite johon hälytys lähetetään, kuvan ottoväli ja hälytyksen herkkyys. 
  
Ohjelmassa olevan FTP-toiminnallisuuden avulla kuvia voidaan ladata esimerkiksi omille 
internetsivuille. 
 
Kuva 11: QVideoVahdin lähettämä kuva internetissä. 
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6 JATKOKEHITYSMAHDOLLISUUDET 
 
 
Tämän insinöörityön käytännöntyöksi toteutettua QVideoVahti-ohjelmaa voitaisiin jatkokehittää 
ainakin muutamalla lisäominaisuudella. Näitä voisivat olla vaikkapa puhelimen videokameran 
hyödyntäminen hälytyksen sattuessa, kun puhelin lähettäisi suoraa livekuvaa valvontakohteesta 
internettiin. Toinen hyvä lisäominaisuus voisi olla mms-viestien tai sms-viestien lähetyksen 
mahdollistaminen ohjelmalla. Yksi merkittävä korjaus ohjelmaan tietoturvan kannalta olisi salatun 
FTP-yhteyden muodostamisen mahdollistaminen Qt:n luokkia käyttämällä. Tässä vaiheessa 
salatun FTP-yhteyden muodostamista ei alettu tutkimaan. 
 
Myös liikkeentunnistukseen käytettyä tekniikkaa tulisi kehittää paremmaksi, jotta vältyttäisiin 
virhehälytyksiltä, esimerkiksi OpenCv:n käyttö Qt:n ja Symbian-alustan kanssa tulisi tutkia. 
Taustatyöksi tehty sovellus on myös helppo kääntää pienin muutoksin Nokian MeeGo-alustalle tai 
perinteiseksi työpöytäsovellukseksi. Tulevaisuutta ajatellen ohjelma olisi hyvä myös portata 
tuleville matkapuhelinalustoille, kuten Nokian käyttöönottamalle WindowsPhone-järjestelmälle. 
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7 YHTEENVETO 
 
 
Tässä opinnäytetyössä tutustuttiin Qt-kehitysympäristöön Symbian-alustan kannalta sekä teorian 
että käytännön esimerkkien kautta. Työn taustasovellukseksi toteutettiin QVideoVahti-sovellus 
Symbian^3-alustaa käyttävään älypuhelimeen. Työssä toteutettu sovellus on prototyyppi siihen 
pystyisikö älypuhelinta mahdollisesti käyttämään valvontakameralaitteena. Tämä tutkimus antoi 
hyvän jatkopohjan kehittää sovellusta vielä  prototyyppi-asteelta eteenpäin. Ohjelma on 
mahdollista julkaista tarvittaessa Nokia Kaupassa. 
 
Sovelluksen toimintoihin kuuluu yksittäisen kuvan lataaminen palvelimelle FTP-yhteyttä käyttäen, 
sekä liikkeentunnistus, jonka avulla sovellus tekee hälytykset sähköpostiin. Tietoturvan kannalta 
sovelluksen yksi ongelma on QFTP-luokalta puuttuva tuki suojatun FTP-yhteyden 
mahdollistamiseen. 
 
Qt:n tarjoamat kirjastot ja laajennukset kuten Qt Mobility tarjoavat sovelluskehittäjille entistä 
helpomman tavan tehdä entistä hienompia sovelluksia älypuhelimille. Kehitettäessä sovelluksia 
Symbian alustalle, on otettava huomioon alustan erityispiirteet. 
 
Nopeasti yleistyvät kosketusnäyttöpuhelimet asettavat käyttöliittymien suunnittelulle oman 
haasteensa. Tähän Qt:lla on tarjota QML-kuvauskieli, jonka avulla saadaan tehtyä entistä 
hienompia käyttöliittymiä kosketusnäytölliseen älypuhelimeen. Täten Symbian-alusta antaa 
kehittäjille mahdollisuuden innovatiivisiin käyttöliittymiin, unohtamatta käyttäjäkokemusta. 
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LIITTEET 
 
Liite 1 
 
void Form::vertaile() 
{ 
    disconnect(imageCapture,SIGNAL(imageSaved(int,QString)),0,0); 
    QImage img; 
    img.load("E:/Data/QVideoVahti/kuva.jpg"); 
    QSize size(640,480); 
    QImage img1(img.scaled(size)); 
    img1.save("E:/Data/QVideoVahti/kuva.jpg"); 
    QImage img2; 
    img2.load("E:/Data/QVideoVahti/kuva2.jpg"); 
    double totaldiff = 0.0 ; //holds the number of different pixels 
    int h = img1.height( ) ; 
    int w = img1.width( ) ; 
    int hsecond = img2.height( ) ; 
    int wsecond = img2.width( ) ; 
    if ( w != wsecond || h != hsecond ) { 
      qDebug() << "pictures must have identical dimension!"; 
      img1.save("E:/Data/QVideoVahti/kuva2.jpg"); 
      return; 
       } 
       for ( int y = 0 ; y < h ; y++ ) { 
          uint *firstLine = ( uint* )img1.scanLine( y ) ; 
          uint *secondLine = ( uint* )img2.scanLine( y ) ; 
          for ( int x = 0 ; x < w ; x++ ) { 
             uint pixelFirst = firstLine[ x ] ; 
             int rFirst = qRed( pixelFirst ) ; 
             int gFirst = qGreen( pixelFirst ) ; 
             int bFirst = qBlue( pixelFirst ) ; 
             uint pixelSecond = secondLine[ x ] ; 
             int rSecond = qRed( pixelSecond ) ; 
             int gSecond = qGreen( pixelSecond ) ; 
             int bSecond = qBlue( pixelSecond ) ; 
             totaldiff +=( rFirst - rSecond ) / 255.0 ; 
             totaldiff +=( gFirst - gSecond ) / 255.0 ; 
             totaldiff +=( bFirst - bSecond ) / 255.0 ; 
          } 
       } 
       qDebug() << "The difference of the two pictures is " << 
          (totaldiff * 100)  / (w * h * 3)  << " % !\n" ; 
      // img1.save("E:/Data/QVideoVahti/kuva2.jpg"); 
       if(totaldiff * 100 / (w * h * 3) > treshold.toDouble()) 
       { 
           // Create  a new email 
           QMessage msg; 
           msg.setType(QMessage::Email); 
           // Add required parameters 
           msg.setTo(QMessageAddress(QMessageAddress::Email,email)); 
           msg.setSubject("QVideoVahti"); 
           //Set message body 
           msg.setBody("ALARM! Motion Detected! Check attachment 
file"); 
           // Add Attachments 
           QStringList attachments; 
           attachments.append("E:/Data/QVideoVahti/kuva2.jpg"); 
           msg.appendAttachments(attachments); 
           //Send email message 
           msgAction->send(msg); 
       } 
  
 
 
       //QMessageBox::Warning(this, "The difference of the two 
pictures is ", QString::number(totaldiff)); 
       //QMessageBox::warning(this,"","The difference of the two 
pictures is: " + QString::number(totaldiff * 100 / (w * h * 3)) +" 
%",QMessageBox::NoButton); 
       img1.save("E:/Data/QVideoVahti/kuva2.jpg"); 
       return; 
} 
(Rosettacode.2011. Hakupäivä 10.10.2011) 
 
