A Quality Framework for Software Continuous Integration  by Hamdan, Saba & Alramouni, Suad
2351-9789 © 2015 The Authors. Published by Elsevier B.V. This is an open access article under the CC BY-NC-ND license 
(http://creativecommons.org/licenses/by-nc-nd/4.0/).
Peer-review under responsibility of AHFE Conference
doi: 10.1016/j.promfg.2015.07.249 
 Procedia Manufacturing  3 ( 2015 )  2019 – 2025 
Available online at www.sciencedirect.com 
ScienceDirect
6th International Conference on Applied Human Factors and Ergonomics (AHFE 2015) and the 
Affiliated Conferences, AHFE 2015
A quality framework for software continuous integration
Saba Hamdana, Suad Alramounib,*
aAd Daheyah, Alwurud, Riyadh 11654, Saudi Arabia
bMansur Ibn Muhammad, Salah Ad Din, Riyadh 12435, Saudi Arabia
Abstract
The research in this paper combines two main areas, the first one is software quality and the second is the agile practices of 
continuous integration. Software quality has been an important topic since the beginning of the software development and 
production. Many researches have been conducted to discuss how the quality of software is a critical factor to its success 
[1,2,3,4,5]. Because software became an important part of almost every task in our daily life, having high quality software that 
meets the users’ expectations is important [6].Software integration is a stage in every software development lifecycle, it is 
defined as the process to assemble the software components and produce a single product. It has been shown that software 
integration and integration testing can make more than 40% of the overall project cost, so it is important that they are done
efficiently and easily to be able to manage the involved risks [7]. A software engineering practice called continuous integration 
(CI) was introduced by Kent Beck and Ron Jeffries to mitigate the risks of software integration, enhance its process and improve 
its quality [8]. In this research, the principles of CI are identified and applied to a case study in order to analyze their impact on 
the software development process quality factors.
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1. Introduction
This research presents a framework that identifies software quality characteristics of the development process 
when applying the practices of continuous integration in the process of software projects development.
To conduct this study, we first defined the principles of continuous integration, then we identified the software 
development process quality attributes, after that we applied the continuous integration principles to a software 
project and finally examined the quality factors of that project.
The case study in this research is a financial software system where we chose one part of the software release and 
implement it then integrate it traditionally. After that we took the same part of software, re-implement it and 
integrate it continuously. The software development process quality attributes were then measured for the project in 
both cases and a comparison of the quality results was represented.
Based on the resulted quality measures, some recommendations and guidelines are provided that can be useful for 
improving the software product as well as improving the software development process. 
Nomenclature
CI Continuous Integration
SDLC Software Development Lifecycle
XP eXtreme Programming
Build A constructed pre-release of a program
2. Quality
It is defined as a matter of products and services whose measurable characteristics satisfy a fixed specifications 
defined beforehand. The term quality also means meeting customer needs and expectations.As defined by Oxford 
dictionary, the word quality means the degree of something’s excellence or the standard of something as measured 
against other things of a similar kind.
In software engineering, software quality is related to two sets of factors. The first is the functional, which means 
how the software conforms or complies with the functional requirements and specifications defined by “what” the 
user wants the software to perform.The second one is the non-functional requirements, which is defined by “how” 
the user wants the software to perform. Examples of non-functional requirements are the software availability, 
reliability, efficiency, and usability etc. According to [1] and [9] software quality, besides confronting to the above 
two set of factors, also means freedom from deficiencies.
For agile software development, different meaning of quality assurance was defined by [10] as the development 
of software that can respond to change whenever the customer requires it to change.
3. Software integration and continuous integration
Software integration is the practice of linking together subsystems or components of software to produce a single 
unified system [5]. It is a part of any software development lifecycle as software is usually developed through 
different phases and by a team of engineers. Software integration is done in traditional software development 
lifecycle as an independent step in a later phase, after the implementation of software is completed.
Continuous Integration is a software development practice that was proposed in 1997 as one of the main twelve 
primary Extreme Programming (XP) practices [8,11,12,13], namely,
x The planning game
x Small release
x Metaphor
x Simple design
x Testing 
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x Refactoring
x Pair programming
x Collective ownership
x Continuous integration
x 40-hours week
x On-site customer
x Codingstandards
It means basically that each developer integrates his/her work continuously (at least once a day). This practice 
assures that small parts are added immediately once they are implemented and are ready to be a part of the system, 
before they become complicated [14].
Applying the practice of Continuous Integration requires that each time a new part is added to the system, 
automatic test cases are created and added to cover the whole system including the newly added parts. It also 
requires that the software gets tested and built automatically and the developer whose codes are added receives an 
immediate feedback about the newly integrated codes. [15,16,17]. Any feedback at this stage will be considered by 
the developer as soon as possible. This helps in identifying bugs and issues while the developer’s knowledge about 
his/her codes are still fresh.
In order for developers to benefit from implementing the practice of CI, they should change their typical day-to-
day software development habits. CI requires each individual to commit code frequently, no to commit broken code, 
fix broken builds immediately, write automated tests, all written tests and inspections must pass, run private builds 
and avoid getting broken code [16,18]. 
4. Developers’ continuous integration practices
In this section, the primary practices of continuous integration will be presented and explained. After applying 
those practices, the organization is considered to be using continuous integration in its software development 
process.
4.1. Commit code frequently
This is the centre of continuous integration. Developers should not wait for more than one day to commit their 
code to the shared code repo1sitory. To make this practice easier, developers may do one of the following: 1- make 
only small changes instead of changing multiple parts all at once. 2- commit after each task assuming tasks are 
broken up to parts that can be finished in few hours.
4.2. Don’t commit broken code
Broken code is a code that contains any type of failure when it is included in a CI build [19]. Before committing 
changes to the shared code repository, developers should test their code and build it privately on their machines. 
They should not commit any code until it passes all tests and inspections.
4.3. Fix broken builds immediately
A broken build may be an error in compilation, in the database or in the deployment. It is anything that prevents 
the build from reporting success [20]. The responsible developer should fix such things immediately and the task of 
fixing a broken build should be the top priority in the project.
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4.4. Write automated developer tests
Tests must be automated in order for them to run in a CI system. It also should cover the whole source code.
4.5. All tests and inspections must pass
For a build to pass, 100% of the automated tests must pass successfully. This is the most important CI criterion 
regarding the software quality. To assure that the whole source code have a corresponding test case, there are 
coverage tools that run as a part of the integration build to assist pinpointing source code that doesn’t. There are also 
other tools witch are used to run automated inspectors for checking the general coding and design standards.
4.6. Run private builds
CI tools allow developers to have a copy of the software from the shared code repository locally in their 
workstations. This provides them with the ability to have a recent integration build locally before integrating it to the 
main integration build server to insure it doesn’t fail.
4.7. Avoid getting broken code
CI tools help in reporting any broken cade once it occurs. Sending feedback to the developers immediately is one 
of the most important features of CI. All developers are updated with status of the code all the time, if the code is 
broken, they should not check it out from the shared code repository. Once the feedback is received that the code is 
broken, the developer responsible for it should be already working on fixing it. Otherwise the benefit of CI’s 
immediate feedback is lost [17].
5. The case study
The software project in this study is a financial system that provides payment services. The system follows a 
service-oriented architecture. Through the years, new services were being added to the system to cope with the new 
needs and requirements of its users. When new needs or services emerge, several steps have to be done before the 
new requirements get added to the system. The steps are as follow:
1. The business analysis team starts having requirement elicitation sessions with the owners in order to fully 
understand their needs. The work of the business analysis team takes about three months until they have the new 
requirements well documented with the possible solutions for the implementation. 
2. The business analysts’ documents are then given to the software architects to analyse the most suitable solution 
among the provided ones for applying the new changes. Many meetings and justifications take place during this 
phase. Those meetings usually include the business analysis team, the solution architects, the software 
development manager and sometimes the owners. The result of this phase is usually the software architecture 
document.
3. The design documents along with the proposed software architecture are finalized and given to the software 
development team to start the actual implementation. New services usually consist of several requirements. 
Requirements are grouped together to compose a release of the project.
5.1. Release parameters:
In this project, the number of requirements in one release usually falls between 10 and 50 but it can be less or 
more. For a release to be planned, designed, implemented and then published to users, it usually takes 6 months to a 
year based on several factors such as the number of requirements, availability of resources and the type of release 
wither it is an emergency or not
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5.2. Considered requirements:
For the purpose of this study, four requirements of the last published release were used as an experiment.
5.3. Team organization:
Thesoftware development team consists of the software development manager, four senior software engineers 
and two juniors. 
6. Development process quality factors:
To identify which quality attributes are affected by the continuous integration of software, the ISO standard 
definition of attributes was used. In [21], quality attributes were categorized into groups by their relation to the 
software development lifecycle phase. As continuous integration is considered a development process, the quality 
attributes under that group are the focus of this research.
The table below lists those attributes and their measures:
Table 1.Quality attributes and their measures.
Attribute Measure 
Time to develop Time to finish implementing a feature and have it ready to be tested
Introduced bugs The number of bugs in the new code or in affected old parts of the code
Time to deliver Time to finish implementing and testing a feature and have it ready to be used by the user
Test quality Tests should cover all features and detect most (if not all) bugs
Documentation All the work done by the developers should be included in the document
Change management Changes to the requirements should be acceptable and doesn’t cost too much time and effort
Cost model It is represented by the cost of preparing the new setup compared to the amount that will be saved 
after the applying the new changes.
7. Results
The table below contains each one of the framework quality attributes and how it differs when the software is 
integrated traditionally and when integrated continuously.
Table 2.Quality before and after applying continuous integration.
Comparison criteria Before continuous integration After continuous integration
Time to develop Developers work on the whole release 
requirements 
Developers work on a single requirement
Introduced bugs As testing is done only after finishing a large part 
of code, the number of bugs is greater than when 
testing is done after implementing only small 
parts of code
Every feature is tested and fixed after it is 
completed and it doesn’t have to wait until the 
whole release is finished
Time to deliver After finishing the release and testing it After finishing a single requirement and testing 
it
Test quality Testing is done to the releases as a whole
Testing environment is not the same as the 
production environment
Testing a feature is done once it is integrated
Small parts are tested individually and testing 
results are sent immediately back to the 
developers
Testing environment is almost exactly the same 
as the production environment
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Comparison criteria Before continuous integration After continuous integration
Documentation The release is documented properly
The release specification is documented before 
starting the work
And the development work is documented in 
detail after finishing
The requirements are documented
But there is a minimal amount of documents by 
the developers
The automatic tools generate statistics and data 
about the developed features based on the 
requirements, the testing results and the 
generated bugs etc.
Change management Change is only accepted after a long process and 
approvals 
Changes are introduced through a whole new 
patch or release
Change is accepted at any time only by adding 
new requirements by the owner to the business 
analysis and software development teams
Cost model The time and effort of manually doing the 
software build and integration
The cost of getting continuous integration 
server and tools 
The results of the study showed that after using CI the project took less development time and less time to fix 
defects.
8. Conclusion and future directions
Software producers are shifting their development practices towards continuous integration as it showed a 
significant improvement to the overall software quality. Many of the risks involved in the software integration 
process were mitigated as a result of integrating parts of the developed software continuously once it is ready.
In this research, the focus was only on the continuous integration practices of agile software development. To 
continue with this research in the future, other agile practices may be considered such as pair programming and 
combine the affected quality attributes in one quality framework.
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