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Der wirtschaftliche Erfolg eines Unternehmens hängt stark vom schnellen Erreichen sei-
ner Unternehmensziele und damit der effizienten Ausführung seiner Geschäftsprozesse ab
[Cas08]. Aus diesem Grund streben Unternehmen stets danach, ihre Geschäftsprozesse -
beispielsweise durch Umstrukturierungen - zu optimieren. Dieses Streben fand Mitte der
90er Jahre mit dem Business Process Reengineering [Lan08] seinen Höhepunkt. Im Zuge
dieses Paradigmenwechsels entstand ein „Fundamentales Umdenken und radikales Neu-
gestalten von Geschäftsprozessen“ [HC96].
Neben der betriebswirtschaftlichen Optimierung von Geschäftsprozessen hängt ihre Effi-
zienz auch wesentlich davon ab, in welchem Maße Technologien zu ihrer Ausführung
beitragen können. In diesem Zusammenhang spielt der Begriff Workflow-Management
(WFM) eine wesentliche Rolle. Die Idee dieses Paradigmas ist es, formale Beschreibun-
gen von Geschäftsprozessen zu erfassen und auf deren Basis die automatische Ausfüh-
rung der Prozesse zu unterstützen. Dabei wird der Teil eines Geschäftsprozesses, der
formal beschrieben und automatisch ausgeführt werden kann, als Workflow bezeichnet.
Folglich kann ein Workflow als technisches Abbild eines Geschäftsprozesses gesehen
werden. Die Ausführung von Workflows erfolgt meist mit Hilfe von Workflow-
Management Systemen (WfMS). Dazu leiten sie, abhängig von der Struktur des
Workflows, die Anfragen zur Ausführung der Workflow-Aktivitäten automatisch an die
entsprechenden Personen bzw. Anwendungen weiter. Neben der Ausführung unterstützen
WfMS auch die Verwaltung und Modellierung von Workflows.
Aktuell tragen Workflows in vielen Domänen wesentlich zur Automatisierung und damit
zur Optimierung von Geschäftsprozessen bei. Allerdings beschränkt sich die Optimierung
meist auf statische Geschäftsprozesse, von denen während ihrer Ausführung nicht abge-
wichen werden muss [Nar04].
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1.1 Hintergrund
Aktuell wächst das Verlangen, Workflows auch zur Automatisierung und damit zur Op-
timierung von dynamischen Geschäftsprozessen einzusetzen [SRG+07, RD98, Nar04,
DKR+95, RFKR02]. Diese treten meist in hochdynamischen Domänen wie beispielswei-
se dem Katastrophenmanagement oder dem Gesundheitswesen auf. Im Vergleich zu stati-
schen Geschäftsprozessen zeichnen sich Geschäftsprozesse dieser Domänen dadurch aus,
dass sie flexibel während ihrer Ausführung angepasst werden müssen. So ist es oft not-
wendig in laufende Geschäftsprozesse neue Aktivitäten einzufügen bzw. vorhandene
Aktivitäten zu löschen. Auslöser der Anpassung sind sich verändernde Umgebungspara-
meter [RR06], die auch als Kontextinformationen bezeichnet werden.
Eine bekannte Domäne, in der solche kontextabhängigen Anpassungen erforderlich sind,
ist das Katastrophenmanagement. Hier greifen Feuerwehrführungsstäbe zur Bekämpfung
von Katastrophen auf Geschäftsprozesse in Form von Einsatzplänen zurück. Diese be-
schreiben beispielsweise den Standardablauf zur Durchführung einer Evakuierung oder
einer Pandemiebekämpfung. Innerhalb einer Katastrophe ist die Ausführung dieser Pro-
zesse jedoch nur so lange ordnungsgemäß möglich, wie sie den vorgesehenen Standard-
abläufen entsprechen. Muss von diesem Standardvorgehen abgewichen werden, kann der
Prozess in der Form nicht weiter ausgeführt werden. Das ist beispielsweise der Fall, wenn
nach einem Unfall in einem Kernkraftwerk die Radioaktivität über dem Evakuierungsge-
biet einen kritischen Wert überschritten hat. In diesem Fall müssen weitere Aktivitäten
zur Durchführung von Dekontaminationsmaßnahmen ausgeführt und somit in den laufen-
den Prozess eingefügt werden. Ohne die Anpassung würde der Prozess nicht mehr dem
realen Vorgehen entsprechen.
Damit Workflows zur Optimierung von dynamischen Geschäftsprozessen verwendet
werden können, müssen sie folglich in der Lage sein, flexibel während ihrer Ausführung
auf Basis sich verändernder Kontextinformationen angepasst zu werden. Um die Prakti-
kabilität der Geschäftsprozesse nach der Anpassung zu sichern, muss dabei neben der
syntaktischen Korrektheit auch die semantische Korrektheit der Workflows gewährleistet
sein. Dazu müssen zwei Typen von Einschränkungen berücksichtigt werden: (1) tempora-
le Abhängigkeiten zwischen den Aktivitäten sowie (2) Einschränkungen bezüglich des
Ausführungszustandes des Workflows bzw. seiner Aktivitäten. Einschränkungen bezüg-
lich des Ausführungszustandes des Workflows müssen berücksichtigt werden, da die
Workflows während ihrer Ausführung angepasst werden müssen. Ein Workflow wird als
valide bezeichnet, wenn er semantisch korrekt gegenüber einer gegebenen Menge der
zuvor beschriebenen Einschränkungen ist.
Aufgrund der Komplexität der Anpassung, speziell bei Workflows mit einer hohen An-
zahl von Aktivitäten und einer hohen Anzahl zu berücksichtigender Einschränkungen, ist
es wünschenswert, den Anpassungsprozess der Workflows unter Sicherstellung ihrer
semantischen Korrektheit zu automatisieren.
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1.2 Motivation
Um den Anpassungsprozess unter Berücksichtigung der semantischen Korrektheit des
Workflows zu automatisieren, sind die in Abbildung 1-1 beschriebenen Schritte
notwendig.
Abbildung 1-1: Ablauf zur automatischen Anpassung von Workflows unter Sicherstellung ihrer
semantischen Korrektheit
Zunächst müssen die Kontextinformationen, die eine Anpassung des Workflows erfor-
dern, erkannt und aufbereitet werden (Schritt 1). Dieser Vorgang wird auch als Situati-
onserkennung bezeichnet. Daraufhin ist es notwendig die ermittelten Kontextinformatio-
nen auf die notwendigen Anpassungen abzubilden (Schritt 2). Meist gibt es für eine An-
passung, z. B. dem Einfügen einer Aktivität, mehrere Möglichkeiten bzw. Positionen
innerhalb des Workflows, an denen sie ausgeführt werden kann. Damit später die Geeig-
netste ausgewählt werden kann, müssen zunächst alle validen Anpassungsmöglichkeiten
berechnet werden (Schritt 3). Eine Anpassungsmöglichkeit ist valide, wenn sie einen
validen Workflow wiederum in einen validen Workflow transformiert. Wie bereits er-
wähnt, ist ohne die Sicherstellung der Validität eines Workflows dessen Praktikabilität
und Ausführbarkeit nach der Anpassung nicht mehr gewährleistet. Aus den ermittelten
validen Anpassungsmöglichkeiten kann jetzt nach domänenspezifischen (Nutzer-) Krite-
rien die am besten geeignete ermittelt (Schritt 4) und ausgeführt werden (Schritt 5).
2. Automatische Abbildung von Kontext-
informationen auf Anpassungen
3. Automatische Berechnung aller validen
Anpassungsmöglichkeiten
4. Automatische Auswahl der geeignetsten
Anpassung
1. Automatische Situationserkennung
5. Automatische Ausführung der Anpassung
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Während zur Umsetzung der Schritte 1 und 5 bereits Technologien wie Kontextdienste
bzw. adaptive Workflow-Management Systeme (WfMS)1 vorhanden sind, existieren kei-
ne geeigneten Ansätze, die gleichermaßen die Schritte 2 und 3 umsetzen können. Aktuel-
le Ansätze ermöglichen lediglich die Validierung gegebener, also bereits angepasster
Workflows. Die Identifikation von validen Anpassungsmöglichkeiten unter Berücksichti-
gung des Zustandes von Aktivitäten zur Laufzeit sowie temporaler Abhängigkeiten zwi-
schen Aktivitäten unterstützen sie nicht. Aus diesem Grund muss aktuell die Berechnung
der validen Anpassungsmöglichkeiten und somit der Anpassungsprozess manuell durch-
geführt werden. Im Vergleich zu einem automatisierten Ansatz hat dies jedoch folgende
Nachteile:
Hoher Zeitaufwand: Die manuelle Berechnung aller Anpassungsmöglichkeiten sowie
deren semantische Validierung erfordert viel Zeit. Speziell in zeitkritischen Domänen wie
dem Katastrophenmanagement und dem Gesundheitswesen ist jedoch eine zeitnahe An-
passung erforderlich.
Ausführbarkeit & Qualität der Anpassung: Speziell bei nicht trivialen Workflows2,
deren Anpassung die Berücksichtigung einer Vielzahl von Einschränkungen erfordert, ist
es nicht mehr möglich manuell alle validen Anpassungsmöglichkeiten zu ermitteln. Bes-
tenfalls könnten hier einige wenige Möglichkeiten ermittelt werden, was zur Folge haben
könnte, dass die am besten geeignete Möglichkeit nicht berücksichtigt würde. Damit
würde ggf. durch eine manuelle Anpassung deren Qualität reduziert.
Semantisch invalide Workflows: Durch die manuelle Anpassung können mögliche Feh-
ler, die bei der semantischen Validierung des Workflows gemacht wurden, nicht automa-
tisch erkannt werden. Dies ist hauptsächlich der Fall bei nicht trivialen Workflows, deren
Anpassung die Berücksichtigung vieler Einschränkungen erfordert.
IT-Experte benötigt: Wird die Anpassung manuell ermittelt, muss sie auch manuell
ausgeführt werden. Zwar bieten adaptive WfMS die Möglichkeit Workflows manuell
während ihrer Ausführung anzupassen, in vielen Fällen ist hierzu jedoch das Wissen eines
IT-Experten notwendig.
1 Adaptive WfMS ermöglichen die manuelle strukturelle Anpassung von Workflows während ihrer
Ausführung.




Um die zuvor beschriebenen Probleme der manuellen Berechnung valider Anpas-
sungsmöglichkeiten zu beheben, ergibt sich folgende Zielstellung für diese Arbeit:
Konzeption einer Adaptionsschicht zur automatischen Berechnung aller
validen Anpassungsmöglichkeiten unter Berücksichtigung des Zustandes von
Aktivitäten sowie temporaler Abhängigkeiten zwischen Aktivitäten.
Da mit Kontextdiensten und adaptiven WfMS bereits geeignete Ansätze zur Erfassung
von Kontext bzw. zur Anpassung von laufenden Workflows bestehen, soll die zu entwi-
ckelnde Adaptionsschicht zwischen einem existierenden Kontextdienst und einem existie-
renden adaptiven WfMS eingesetzt werden, wie in Abbildung 1-2 dargestellt.
Abbildung 1-2: Einsatzbereich der Adaptionsschicht
Ihre Aufgaben sind:
(1) Einlesen von Kontextinformationen, die von dem Kontextdienst bereitgestellt
werden.
(2) Abbildung der Kontextinformationen auf notwendige strukturelle Anpassungen.
(3) Berechnung aller validen Anpassungsmöglichkeiten zu der ermittelten strukturel-
len Anpassung.
(4) Ausführung einer ausgewählten Anpassung zur Laufzeit mit Hilfe eines adapti-
ven WfMS.
Trotz der Fähigkeit der Adaptionsschicht Anpassungsmöglichkeiten automatisch zu be-
rechnen und auszuführen, wird durch ihren Einsatz die manuelle Anpassung von
Workflows allein auf Basis des adaptiven WfMS nicht ausgeschlossen.
Durch die Kapselung des Anpassungsprozesses in einer separaten Schicht (der Adapti-
onsschicht) wird eine modulare Architektur erreicht, die eine einfachere Verwaltung der
Anpassungslogik sowie eine Unabhängigkeit von dem eingesetzten Kontextdienst und
dem eingesetzten adaptiven WfMS ermöglicht.
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Aufbauend auf den Konzepten der Adaptionsschicht können weiterführende Ansätze zur
automatischen Auswahl der geeignetsten Anpassungsmöglichkeit (Schritt 4 in Abbildung
1-1) und damit zur vollautomatischen Anpassung von laufenden Workflows auf Basis
von Kontextinformationen entwickelt werden.
1.4 Kernfragen und Abgrenzung
Aus der zuvor beschriebenen Zielstellung ergeben sich folgende vier Kernfragen, die
innerhalb dieser Arbeit beantwortet werden:
Kernfrage 1 Auf welche Weise kann ein Workflow automatisch semantisch hinsichtlich
temporaler Abhängigkeiten sowie Einschränkungen bezüglich des Ausführungsstatus des
Workflows validiert werden und welche Informationen sind dazu erforderlich bzw. wel-
che Randbedingungen müssen erfüllt sein?
Kernfrage 2 Auf welche Weise können aufbauend auf Kernfrage 1 alle validen Ausfüh-
rungsmöglichkeiten für eine Anpassung automatisch ermittelt werden und welche Infor-
mationen sind dazu erforderlich bzw. welche Randbedingungen müssen erfüllt sein?
Kernfrage 3 Wie sieht eine geeignete Architektur zur Umsetzung der Konzepte aus, die
sich aus Kernfrage 2 ergeben? Welche Anforderungen müssen die Komponenten der Ar-
chitektur erfüllen und wie können diese geeignet umgesetzt werden?
Kernfrage 4 Welche Anforderungen müssen der Kontextdienst sowie das adaptive WfMS
erfüllen, damit die Adaptionsschicht auf deren Basis automatisch alle validen Anpas-
sungsmöglichkeiten ermitteln und eine davon ausführen kann? Auf welche Weise müssen
diese Anforderungen umgesetzt werden, damit die Adaptionsschicht unabhängig von dem
Kontextdienst und dem adaptiven WfMS ist?
Das Ziel der Adaptionsschicht ist die Berechnung und Umsetzung aller validen Anpas-
sungsmöglichkeiten auf Basis einer Kontextinformation. Die Konzepte, die sie dazu be-
nötigt ergeben sich aus der Beantwortung der Kernfrage 2. Voraussetzung für die Ent-
wicklung dieser Konzepte bilden wiederum Konzepte zur semantischen Validierung von
Workflows unter der Berücksichtigung von temporalen Abhängigkeiten und Einschrän-
kungen bezüglich des Ausführungszustandes des Workflows. Diese Konzepte ergeben
sich aus der Beantwortung der Kernfrage 1.
Damit die in Kernfrage 2 geforderten Konzepte in der Adaptionsschicht technisch umge-
setzt werden können, muss eine geeignete Architektur für die Adaptionsschicht entwi-
ckelt werden. Diese Architektur benötigt dabei mehrere Komponenten - beispielsweise
zur Persistierung der zu berücksichtigenden Einschränkungen sowie der Abbildungsvor-
schriften von Kontextinformationen auf Anpassungen. Aus der Beantwortung der Kern-
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frage 3 ergeben sich geeignete Konzepte zum Entwurf der Architektur sowie ihrer Kom-
ponenten.
Der Fokus der Arbeit liegt auf der Konzeption der Adaptionsschicht. So ist es nicht das
Ziel dieser Arbeit, einen Kontextdienst oder ein adaptives WfMS zu entwickeln. Es wird
vorausgesetzt, dass ein Kontextdienst existiert, welcher der Adaptionsschicht über eine
Schnittstelle Kontextinformationen auf die gewünschte Weise und im gewünschten For-
mat zur Verfügung stellt. Folglich obliegt es auch dem Kontextdienst Kontextabstraktio-
nen vorzunehmen. Zudem wird vorausgesetzt, dass ein adaptives WfMS existiert, wel-
ches ebenfalls über eine Schnittstelle eine Menge von Workflow-Anpassungsoperationen
zur Verfügung stellt und diese ad-hoc zur Laufzeit ausführen kann. An dieser Stelle sei
noch einmal hervorgehoben, dass es nicht die Aufgabe der Adaptionsschicht ist zu klären,
wie Anpassungen ad-hoc an einem Workflow vorgenommen werden können. Vielmehr
ist es ihre Aufgabe zu berechnen, welche Anpassung auf Basis einer Kontextinformation
notwendig ist und welche Möglichkeiten es gibt diese so auszuführen, dass sie wiederum
zu einem validen Workflow führen. Zur Ausführung der berechneten Anpassungen greift
die Adaptionsschicht auf die vorhandenen Anpassungsoperationen des adaptiven WfMS
zurück. Die genaue Spezifikation der Schnittstellen und Anforderungen an den einzuset-
zenden Kontextdienst sowie dem einzusetzenden adaptiven WfMS erfolgt mit der Beant-
wortung der Kernfrage 4.
1.5 Aufbau der Arbeit
Die Gliederung der weiteren Arbeit wird in Abbildung 1-3 dargestellt. In Kapitel 2 wer-
den zunächst die Grundlagen aus dem Bereich Workflow-Management beschrieben.  In
Kapitel 3 werden zwei Anwendungsfälle vorgestellt und die genauen Anforderungen an
die Adaptionsschicht erarbeitet. Im darauffolgenden vierten Kapitel werden verwandte
Arbeiten untersucht und in Bezug auf die vorher ermittelten Anforderungen verglichen.
In Kapitel 5 werden die grundlegenden Konzepte der Adaptionsschicht beschrieben. Da-
rauf aufbauend erfolgt in Kapitel 6 die Spezifikation der Adaptionsschicht. Kapitel 7 be-
schäftigt sich anhand einer prototypischen Implementierung mit der Validierung der
Adaptionsschicht. Abschließend wird in Kapitel 8 die Arbeit zusammengefasst und ein
Ausblick auf weiterführende Forschungsfragen gegeben.
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Abbildung 1-3: Aufbau der Arbeit
Teil I: Einführung
1. Einleitung





4. Stand der Forschung
Kontextsensitive Workflows, Exception Handling, …
Teil II: Konzeption















In diesem Kapitel werden die für diese Arbeit relevanten Grundlagen aus dem Bereich
Workflow-Management beschrieben. In der Literatur haben sich für einige der folgenden
Begriffe noch keine einheitlichen Terminologien durchgesetzt. Sie werden oft mit unter-
schiedlichen Semantiken verwendet oder als Synonym füreinander betrachtet. Um Un-
stimmigkeiten zu vermeiden, ist jedoch eine eindeutige Definition dieser Begriffe uner-
lässlich. Die folgenden Begriffe orientieren sich meist an der Nomenklatur der
Workflow-Management Koalition (WfMC)3, da diese die in der Literatur die am weites-
ten verbreitete ist. Die WfMC ist eine Koalition, die sich hauptsächlich der Beschreibung
von Standards rund um das Workflow-Management widmet.
In Abschnitt 2.1 werden zunächst die Basiskonzepte aus dem Bereich Workflow-
Management beschrieben. In Abschnitt 2.2 wird daraufhin auf die Grundlagen der
Workflow-Modellierung eingegangen. Selbiges erfolgt in Abschnitt 2.3 für Workflow-
Management Systeme. Die Rolle von Kontextinformationen im Bereich Workflow-
Management wird in Abschnitt 2.4 beschrieben. Das Ende dieses Kapitels bildet eine




In diesem Abschnitt werden die Basiskonzepte aus dem Bereich Workflow-Management
beschrieben. Eine Übersicht der Konzepte sowie deren Abhängigkeiten untereinander
wird in Abbildung 2-1 dargestellt.
Abbildung 2-1: Basiskonzepte des Workflow-Managements (erweitert nach [WfM99a])
Die WfMC definiert einen Geschäftsprozess (engl. Business Process) als: „A set of one
or more activities which collectively realize a business objective or policy goal, normally
within the context of an organizational structure defining functional roles and relation-
ships” [WfM99a]. Darauf aufbauend definiert die WfMC einen Workflow als: „The au-
tomation of a business process, in whole or part” [WfM99a]. Wie in Geschäftsprozessen,
bilden Aktivitäten die Grundbausteine eines Workflows. Aktivitäten repräsentieren einen
atomaren Arbeitsschritt eines Geschäftsprozesses bzw. Workflows, der von einem perso-
nellen oder maschinellen Aufgabenträger, welcher auch als Ressource bezeichnet wird,
ausgeführt wird. Jede Aktivität hat einen bestimmten Typ – beispielsweise Dekontamina-
tion – der in der Regel die zentrale Aufgabe, welche mit der Aktivität verbunden ist, be-
schreibt. Die chronologische und logische Ordnung der Aktivitäten beschreibt der Kont-
rollfluss eines Workflows. Der Datenfluss beschreibt, wie die für die Aktivitäten benötig-
ten Daten zwischen den Aktivitäten weitergeleitet werden. Workflows können abhängig
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von der Anzahl und der Komplexität ihrer Aktivitäten eine Lebensdauer von Minuten,
Tagen oder Monaten haben [Hol95].
Aufbauend auf der Definition eines Workflows definiert die WfMC ein Workflow-
Management System (WfMS) als: „A system that defines, creates and executes
‘workflows’ through the execution of software whose order of execution is driven by a
computer representation of the workflow logic” [Hol95]. Bei WfMS wird wie in Abbil-
dung 2-2 dargestellt zwischen Designzeit und Laufzeit unterschieden.
Abbildung 2-2: Grundlegende Konzepte eines Workflow-Management Systems (erweitert nach
[Hol95])
Innerhalb der Designzeit erstellt der Workflow-Modellierer ein Workflow-Modell bzw.
Workflow-Schema, welches einer formalen Spezifikation eines Workflows entspricht. Um
die Erstellung der Workflow-Modelle zu vereinfachen, stellt ein Großteil der existieren-
den Implementierungen von WfMS graphische Editoren zur Modellierung von
Workflows zur Verfügung.
Zur Laufzeit erfolgt die Ausführung des Workflows. Dazu muss zunächst aus dem
Workflow-Modell mit Hilfe des Workflow-Enactment Service des WfMS eine Workflow-
Instanz erstellt werden. Eine Workflow-Instanz entspricht einer Repräsentation des
Workflow-Modells, welche mit Hilfe des Workflow-Enactment Service ausgeführt wer-
den kann. Sie besteht aus einer Menge von Aktivitätsinstanzen, welche aus den Aktivitä-
ten des Workflow-Modells erstellt werden. Während der Ausführung des Workflows
koordiniert der Service anhand des Kontrollflusses des Workflows die Verteilung der
Aktivitäten zu den Ressourcen, die sie ausführen sollen. Wie bereits erwähnt, können
diese entweder einer Person oder einer Anwendung entsprechen.
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Zielsetzung des Einsatzes von WfMS ist die weitestmögliche Automatisierung von Ge-
schäftsprozessen auf Basis von Workflows. Durch die Automatisierung ergeben sich fol-
gende Vorteile [Hut04]:
- Reduzierung von Betriebskosten
- Beschleunigung der Abarbeitung von Geschäftsprozessen
- Erhöhung der Qualität der Arbeit
2.2 Workflow-Modellierung
Wie zuvor beschrieben, bildet ein Workflow-Modell die Grundlage für die Ausführung
eines Workflows mit Hilfe eines WfMS. Die Spezifikation eines Workflow-Modells er-
folgt auf Basis einer Workflow-Modellierungssprache (kurz Workflow-Sprache) und um-
fasst folgende Aspekte eines Workflows:
- die Aktivitäten (Was ist zu tun?)
- den Kontrollfluss (Wann ist welche Aufgaben zu tun?)
- den Datenfluss       (Welche Informationen werden zur Ausführung
  benötigt?)
- die Ressourcen (Wer führt welche Aufgabe aus?)
Im Kontext dieser Arbeit wird ausschließlich der Kontrollfluss eines Workflows betrach-
tet. Dieser spezifiziert, wann welche der Aktivitäten des Workflows ausgeführt werden
dürfen. Die Modellierung des Kontrollflusses erfolgt auf Basis der Kontrollflusselemente
die eine Workflow-Sprache bzw. das Workflow-Metamodell auf dem sie aufbaut zur Ver-
fügung stellt. Mit Hilfe der Kontrollflusselemente können Ausführungsmuster
[vdAtHKB03] umgesetzt werden. Von den meisten Workflow-Sprachen werden Ausfüh-
rungsmuster zur sequenziellen, nebenläufigen und alternativen Ausführung von Aktivitä-
ten unterstützt. In einer sequenziellen Ausführung wird einer Menge von Aktivitäten eine
Ausführungsreihenfolge zugeordnet. Folgt eine Aktivität ?? einer Aktivität ? so bedeutet
dies, dass ? beendet sein muss, bevor die Ausführung von ?? beginnen darf. In einer ne-
benläufigen Ausführung wird eine Menge von Aktivitäten festgelegt, die nebenläufig
zueinander ausgeführt werden können. Dies bedeutet, dass zwischen den Aktivitäten kei-
ne zeitlichen Abhängigkeiten bezüglich ihrer Ausführung bestehen. In einer alternativen
Ausführung wird eine Menge von Aktivitäten festgelegt, die alternativ zueinander ausge-
führt werden kann. Das heißt, es wird spezifiziert unter welchen Bedingungen welche
dieser Aktivitäten ausgeführt wird.
Aktuell existiert eine Vielzahl von Workflow-Sprachen, die sich in ihrem vorgesehenen
Einsatzgebiet, ihrer Ausdruckstärke, ihrer Ausführbarkeit und ihrer Analysierbarkeit un-
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terscheiden. Lu klassifiziert diese in [LS07] nach graphen- bzw. netzbasierten und regel-
basierten Ansätzen. In einer graphenbasierten Workflow-Sprache werden Workflows in
Form eines Graphen modelliert. Dieser besteht aus einer Menge von Workflow-Knoten
(dazu gehören Aktivitäten und Kontrollflusselemente) sowie einer Menge von Kanten,
welche die Knoten miteinander verbinden. Zu den bekanntesten graphenbasierten
Workflow-Sprachen gehören BPMN [OMG08], XPDL [WfM08], YAWL [vdAtH05],
EPC [KNS92], jPDL [JBo] und BPEL [AAAB07]. Der Großteil existierender WfMS
basiert auf graphenbasierten Workflow-Sprachen. Bei regelbasierten Ansätzen wird der
Workflow als eine Menge von Regeln definiert. Dabei definiert eine Regel die strukturel-
len Abhängigkeiten zwischen den Aktivitäten. Dies geschieht meist auf Basis von Vor-
bzw. Nachbedingungen, die an die Ausführung einer Aktivität gestellt werden. Vertreter
von regelbasierten Ansätzen werden in [KEP00, ZFCJ02, MGR07] und in [ZNBO01]
vorgestellt. Eine weitere Gruppe von Workflow-Sprachen bilden die formalen Workflow-
Sprachen. Zu den formalen Workflow-Sprachen gehören beispielsweise Petri Netze
[Pet62], temporale Logiken [Sin96a, Sin96b] und Prozessalgebren [Sin96a]. Der Vorteil
dieser Ansätze ist ihre formale Basis, die eine weitreichende Analyse der Modelle ermög-
licht - beispielsweise nach Verklemmungen oder der Erreichbarkeit der Aktivitäten.
Workflow-Modelle formaler Workflow-Sprachen sind nicht ausführbar. Um dennoch den
Vorteil der Analysierbarkeit auch für ausführbare Modelle nutzen zu können, existieren
zahlreiche Ansätze, diese in äquivalente formale Modelle zu transformieren. Dominierend
sind hierbei Ansätze zur Transformation von Workflow-Modellen in Petri Netze
[vdA99a, DDO07, ZYWJ07]. Petri Netze werden seit langem in der Literatur erforscht
und es existiert für sie bereits eine Vielzahl von Analyseverfahren für unterschiedlichen
Kriterien [vdA00, Jen92, Mur89, SV89].
2.2.1 Business Process Modeling Notation
Die Business Process Modeling Notation (BPMN) ist ein Standard der Object Manage-
ment Group4 (OMG). Sie ist eine rein graphische Workflow-Sprache. Ihre Modelle sind
daher nicht ausführbar. Dazu müssten sie, ähnlich wie in [ODvdA+09] beschrieben, in
eine ausführbare Sprache wie BPEL transformiert werden. Aufgrund ihrer einfach ver-
ständlichen graphischen Notation wird sie hauptsächlich auf Geschäftsebene zur Model-
lierung von Geschäftsprozessen eingesetzt. Abbildung 2-3 zeigt die für diese Arbeit rele-






Abbildung 2-3: BPMN Workflow-Artefakte
Der Start eines Workflows, der in BPMN modelliert wurde, wird durch ein Startereignis
markiert - das Ende durch ein Endereignis. An Kontrollflusselementen stellt BPMN unter
anderem AND-Gateways und XOR-Gateways bereit. Mit Hilfe von AND-Gateways kön-
nen nebenläufige Ausführungen (auch als nebenläufige Verzweigungen bezeichnet) mo-
delliert werden. Mit Hilfe von XOR-Gateways werden alternative Ausführungen (alter-
native Verzweigungen) modelliert. Jede Verzweigung wird durch ein Gateway eingeleitet
und durch ein weiteres Gateway vom selben Typ beendet. Einleitende Gateways werden
als Splits bezeichnet und verfügen über genau eine eingehende Kante und mehr als eine
ausgehende Kante. Gateways, die eine Verzweigung beenden, werden als Joins bezeich-
net und verfügen über mindestens eine eingehende Kante und genau eine ausgehende
Kante. Der Pfad von einer der ausgehenden Kanten eines einleitenden Gateways bis hin
zur eingehenden Kante des beendenden Gateways wird als Zweig bezeichnet. Im Ver-
gleich zu OR-Gateways werden innerhalb von XOR-Gateways nur exklusive Entschei-
dungen getroffen. D. h., es wird nur einer der ausgehenden Zweige des Gateways ausge-
führt. Abbildung 2-4 zeigt ein Beispiel eines BPMN Workflow-Modells.
Abbildung 2-4: Beispiel eines BPMN Workflow-Modells
Die Aktivitäten ? und ? befinden sich in einer alternativen Verzweigung, die durch das
Gateway ?1 eingeleitet und durch ?2 beendet wird. Folglich kann innerhalb einer Aus-
führung entweder nur ? oder ? ausgeführt werden. Die Aktivitäten ? und ? befinden sich
in einer Sequenz – sie werden daher nacheinander ausgeführt. Die Aktivitäten ? und ?
befinden sich in einer nebenläufigen Verzweigung. Damit werden sowohl ? als auch ?
ausgeführt, jedoch zeitlich unabhängig voneinander.
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2.2.2 Petri Netze und Wf-Netze
Petri Netze wurden 1962 von Carl Adam Petri [Pet62] entwickelt. Heute gehören Petri
Netze zu den am weitverbreitetsten und besterforschten formalen Workflow-Sprachen.
Wie in Definition 2-1 spezifiziert, ist ein Petri Netz ein Tripel bestehend aus einer Menge
von Stellen, Transitionen und Flussrelationen (kurz Relationen).
Definition 2-1 (Petri Netz):
Ein Petri Netz ?? ist ein Tripel (?? ,?? ,??) mit:
- ??  = endliche Menge von Stellen
- ??  = endliche Menge von Transitionen (?? ??? ? ?)
- ??  = endliche Menge von Flussrelationen mit ?? ? (?? × ??) ? (?? × ??)
Eine Relation verbindet entweder eine Stelle mit einer Transition oder umgekehrt. Bei der
graphischen Darstellung von Petri Netzen werden üblicherweise Stellen durch Kreise und
Transitionen durch Rechtecke gekennzeichnet. Abbildung 2-5 zeigt ein Beispiel eines
Petri Netzes.
Abbildung 2-5: Beispiel eines Petri Netzes
Eine Stelle ? wird als Input-Stelle einer Transition ? bezeichnet, wenn es eine Relation
von ? nach ? gibt. Eine Stelle ? wird als Output-Stelle einer Transition ? bezeichnet, wenn
es eine Relation von ? nach ? gibt. ? ? bezeichnet die Menge der Input-Stellen einer
Transition t. Die Notationen ? ?, ? ? und ? ? haben ähnliche Bedeutungen. So bezeichnet
? ? beispielsweise die Menge der Transition, die ? als Input-Stelle haben.
Neben der zuvor definierten Syntax besitzen Petri Netze auch dynamische Eigenschaften,
die durch die zusätzliche Vergabe von Attributen an die Stellen entstehen. Man spricht
von der Markierung oder dem Zustand eines Petri Netzes. Der Zustand eines Petri Netzes
ist eine Funktion ?:?? ??. Wenn ?(?) =  1  für  ein ? ? ?? , so sagt man, dass ? mit
einem Token belegt ist. ? ändert  sich,  sobald  eine  der  Transitionen  des  Petri  Netzes
schaltet. Eine Transition ? kann schalten (man sagt auch die Transition ist aktiviert),
wenn für jede Input-Stelle ? von ? gilt: ?(?) > 0. Das Schalten einer Transition ? ändert
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den Zustand des Netzes. Dabei wird jeweils ein Token von den Input-Stellen von ? ent-
fernt und jeder Output-Stelle von ? ein token hinzugefügt.
Für zwei beliebige Zustände ?? und ?? gilt ?? ? ??,  wenn  für  alle ? ? ?? :??(?? ?
??(?). Weiterhin gelten folgende Notationen:
- ?? ?? ?? : Transition ? ist im Zustand ?? aktiv und die Schaltung von ? würde
zum Zustand?? führen.
- ?? ?? ?? : Die Schaltungssequenz ? = ??, ?? , … , ???? führt vom Zustand??
zum Zustand??.
Ein Zustand ?? ist erreichbar von ?? (notiert als ?? ?? ??) wenn es eine Schaltungs-
sequenz ? gibt, so dass ?? ?? ??. Die Notation (??,?) bezeichnet ein Petri Netz PN
mit dem Startzustand?.
Die grundlegende Idee bei der Spezifikation von Workflows durch Petri Netze ist es,
Aktivitäten mit Transitionen zu assoziieren. Das Ausführen einer Aktivität entspricht
dabei dem Schalten der damit assoziierten Transition. Aktivierte Transitionen entspre-
chen auszuführenden Aktivitäten.
Ein Wf-Netz [vdA97] ist ein spezialisiertes Fragment von Petri Netzen und wird wie folgt
definiert:
Definition 2-2 (WF-Netz):
Ein Petri Netz ?? = (?? ,?? ,??) ist ein Wf-Netz (Workflow-Netz) genau dann, wenn
folgendes gilt:
(1) Es existiert genau eine Startstelle ??? ? ??  so dass ? ??? ? ?.
(2) Es existiert genau eine Endstelle ??? ? ??  so dass ??? ? = ?.
(3) Jeder Knoten ?? ? ?? ???  liegt auf einem Pfad von ??? nach ???.
Die Einschränkungen 1 und 2 besagen, dass ein Wf-Netz über genau eine Startstelle (s??)
und genau eine Endstelle (s??) verfügen muss. Die Einschränkung 3 besagt, dass jede
Stelle und jede Transition eines Wf-Netzes auf einem Pfad von der Startstelle zur End-
stelle liegen muss. Ein Pfad verbindet zwei Knoten über eine oder mehrere Relationen
miteinander.
2.3 Workflow-Management System
Im folgenden Abschnitt wird das Referenzmodell der WfMC sowie ein Klassifikations-
schema für Workflow-Management Systeme (WfMS) vorgestellt.
WORKFLOW-MANAGEMENT 17
2.3.1 Workflow-Referenz Modell
Wie bereits erwähnt, ist das Ziel eines WfMS die Automatisierung von Geschäftsprozes-
sen. Dazu unterstützt es die Modellierung, Verwaltung und Ausführung von Workflows.
Um die Entwicklung von WfMS so weit wie möglich zu vereinheitlichen, wurde von der
WfMC im Jahre 1995 die in Abbildung 2-6 dargestellte Referenzarchitektur verabschie-
det.
Abbildung 2-6: Das Workflow-Referenzmodell der WfMC (aus [Hol95])
Das Herz eines WfMS bildet der Workflow-Enactment Service (siehe Abschnitt 2.1), wel-
cher die Laufzeitumgebung für die Ausführung von Workflows bereitstellt. Der
Workflow-Enactment Service besteht aus einer oder mehreren Workflow-Engines, welche
Funktionalitäten zur Ausführung der Workflow-Instanzen bereitstellen. Die Referenzar-
chitektur enthält fünf standardisierte Schnittstellen zwischen dem Enactment-Service und
weiteren Komponenten.
Die Schnittstelle Interface 1 [WfM99b] ermöglicht die Integration von Werkzeugen zur
Erstellung von Workflow-Modellen. Die Schnittstelle umfasst ein Workflow-Metamodell
mit einer zugehörigen Workflow-Sprache, welche als Workflow Process Definition Lan-
guage (WPDL) bezeichnet wird. Diese erlaubt den Austausch von Workflow-Modellen
zwischen dem Enactment-Service und den Workflow-Modellierungswerkzeugen.
Die Schnittstelle Interface 2 [WfM98a] definiert Funktionalitäten zur Interaktion mit dem
WfMS. Über diese werden die Anfragen zur Ausführung der Aktivitäten an die entspre-
chenden Ressourcen weitergeleitet. Der Empfang der Anfrage sowie die Bestätigung der


























Über die Schnittstelle Interface 3 [WfM98a] können Anwendungen zur automatischen
Ausführung von Aktivitäten aufgerufen werden.
Funktionalitäten zur Interaktion zwischen mehreren Enactment-Services werden über die
Schnittstelle Interface 4 [WfM96] bereitgestellt.
Über die Schnittstelle Interface 5 [WfM98b] können Werkzeuge zur Administration und
Überwachung von Workflows bzw. Workflow-Ausführungen integriert werden.
2.3.2 Klassifikation von Workflow-Management Systemen
WfMS lassen sich in die folgenden beiden Klassen unterteilen:
Statische Workflow-Management Systeme
Statische WfMS [JBo10, End10, Tog10] dienen der Automatisierung von statischen Ge-
schäftsprozessen. Dazu stellen sie Werkzeuge zur Modellierung und Ausführung von
sogenannten administrativen Workflows und Produktionsworkflows [vdA03] bereit. Diese
zeichnen sich dadurch aus, dass sie selten bis gar nicht angepasst werden müssen und
einen hohen Wiederholungs- und Automatisierungsfaktor haben. Ist eine Anpassung der
Workflows notwendig, erfolgt dies meist zur Designzeit. Folglich stellen statische WfMS
keine Funktionalitäten zur Anpassung von gerade ausgeführten Workflows bzw.
Workflow-Instanzen bereit. Administrative Workflows bzw. Produktionsworkflows be-
schreiben beispielweise Prozeduren zur Behandlung eines Versicherungsantrages oder
einer Reiseanfrage.
Adaptive Workflow-Management Systeme
Das Gegenstück zu statischen WfMS bilden die adaptiven WfMS [RRD03, Sie99,
KAS+03]. Sie unterstützen die Ausführung von dynamischen Geschäftsprozessen auf
Basis von sogenannten ad-hoc bzw. adaptiven Workflows [vdA03, Nar00]. Adaptive
Workflows zeichnen sich dadurch aus, dass sie oft während ihrer Ausführung strukturell
angepasst werden müssen. So ist es nicht, wie bei administrativen Workflows bzw. Pro-
duktionsworkflows, ausreichend, die Anpassung erst nach der Ausführung in einer erneu-
ten Designzeit durchzuführen. Daher bieten adaptive WfMS Schnittstellen zur strukturel-
len Anpassung von Workflows während ihrer Ausführung an. Unter einer strukturellen
Anpassung versteht man das Löschen, Hinzufügen und Verschieben einer oder mehrerer
Workflow-Artefakte. Welche strukturellen Anpassungsoperationen bereitgestellt werden
und auf welche Weise sie ausgeführt werden, hängt von dem einzelnen adaptiven WfMS
ab. So existieren Systeme, die einfache atomare Anpassungen zum Löschen oder Einfü-
gen einzelner Aktivitäten und Kontrollflusselemente ermöglichen [Sie98] und Systeme,
die die Ausführung aufwendiger Anpassungsmuster unterstützen [RRD03]. Anpassungs-
WORKFLOW-MANAGEMENT 19
muster [WRR07] bestehen aus einer Menge von atomaren Anpassungen, deren
Konkatenation eine höherwertige Anpassung ergibt. So existieren beispielsweise Anpas-
sungsmuster für das serielle, alternative oder nebenläufige Einfügen einer Aktivität zu
einer bereits existierenden Menge von Aktivitäten in einen Workflow. Im Vergleich zu
atomaren Anpassungen haben sie den Vorteil, dass sie wesentlich einfacher, schneller und
von Nicht-IT-Experten ausgeführt werden können. Die Position innerhalb eines
Workflows, an der eine Aktivität eingefügt wird, legt fest, wann und in welcher Abhän-
gigkeit zu den anderen Aktivitäten des Workflows sie ausgeführt wird.
Um die Ausführbarkeit der Workflows nach der Anpassung zu gewährleisten, stellen
viele adaptive WfMS Komponenten zur syntaktischen Analyse der Anpassungen bereit.
Auf ihrer Basis kann zum Beispiel ermittelt werden, ob innerhalb des Workflows Ver-
klemmungen entstehen können oder ob jeder der eingefügten Knoten auch mit dem
Workflow verbunden ist.
2.4 Kontext im Bereich Workflow-Management
Auslöser der Workflow-Anpassungen, welche mit Hilfe von adaptiven WfMS ausgeführt
werden sind Kontextinformationen [RR06]. Für den Begriff Kontext bzw. Kontextinfor-
mation existieren in der Literatur zahlreiche Definitionen, die sich meist in ihrem Detail-
lierungsgrad unterscheiden und abhängig von der eingesetzten Domäne sind [BD04]. Dey
et. al definieren in [DAC05] eine Kontextinformation allgemeingültig als: „Any informa-
tion that can be used to characterize the situation of entities (i.e., whether a person, place
or object)“.
In dieser Arbeit repräsentieren Kontextinformationen Auslöser für strukturelle Workflow-
Anpassungen (siehe Abschnitt 6.1 und 6.2). Sie werden daher verstanden als:
Eine Kontextinformation setzt sich in der Regel aus einer Kontextvariable und einem
Kontextwert zusammen, wird zu einem bestimmten Zeitpunkt erfasst und bezieht sich
immer auf eine bestimmte Entität bzw. eine Lokation. Zur Messung des Kontextwertes ist
zusätzlich eine Metrik notwendig. Sie kann daher wie folgt formal definiert werden:
Definition 2-3 (Kontextinformation):
Eine Kontextinformation ? besteht aus einem 5-Tupel der Form (?,?,?, ?, ?) wobei:
- ? = Kontextvariable
- ? = Kontextwert
Jede Form von externen Umgebungsinformationen, die durch
einen bestimmten Wert spezifiziert sind und deren Auftreten
die strukturelle Anpassung eines Workflows zur Folge haben
könnte.
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- ? = Metrik
- ? = Lokation oder Entität
- ? = Erfassungszeit
Diese Definition einer Kontextinformation wird in Unterabschnitt 6.2.1 erneut aufgegrif-
fen.
Kontextinformationen können mit Hilfe von Kontextdiensten einfach erfasst, verwaltet
und zu höherwertigen Kontextinformationen abstrahiert werden [BD04, SAW94]. Zum
Zugriff auf Kontextinformationen stellen Kontextdienste dem Kontextbenutzer (den
adaptiven WfMS) unterschiedliche Zugriffsarten zur Verfügung. Abbildung 2-7 zeigt die
zwei existierenden grundlegenden Arten des Kontextzugriffs.
Abbildung 2-7: Zugriffsmethoden auf einen Kontextdienst
Aktive Kontextnutzung Bei der aktiven Kontextnutzung werden Kontextinformationen
explizit vom Kontextdienst abgerufen (Pull-Prinzip). Welche Kontextinformationen ab-
gerufen werden, wird durch die Anfrage des Kontextbenutzers (der Adaptionsschicht)
spezifiziert. Auslöser einer Anfrage ist immer der Kontextbenutzer, der zu einem be-
stimmten Zeitpunkt Kontextinformationen benötigt.
Diese Art des Kontextzugriffes bietet sich für Kontextnutzer an, die Kontextinformatio-
nen unmittelbar zu einem bestimmten Zeitpunkt benötigen. Tritt dieser Zeitpunkt ein,
dann können sie aktiv Kontextinformationen beim Kontextdienst erfragen.
Passive Kontextnutzung Bei der passiven Kontextnutzung sendet der Kontextdienst
Kontextinformationen in Form von Ereignissen an einen Kontextbenutzer, wenn sich
Kontextwerte ändern bzw. neue Kontextinformationen entstehen (Push-Prinzip). Der
Kontextnutzer abonniert bei diesem Abfrageprinzip Ereignisse über die Änderung be-
stimmter Kontextwerte und wartet dann passiv auf das Eintreffen von Kontextinformatio-
nen mit den geänderten Kontextwerten ab. Tritt eine Änderung ein, erzeugt der Kontext-








Diese Art des Kontextzugriffs ist für Kontextnutzer geeignet, die unmittelbar auf sich
verändernde Kontextinformationen reagieren müssen.
2.5 Zusammenfassung
In diesem Kapitel wurden die relevanten Begriffe und Konzepte aus dem Bereich
Workflow-Management beschrieben. Die Begriffe orientieren sich dabei meist an der
Nomenklatur der Workflow-Management Koalition und dienen als Basis für die Be-





Zur Illustration möglicher Einsatzgebiete sowie der Funktionalität der zu entwickelnden
Adaptionsschicht werden in diesem Kapitel zunächst zwei Anwendungsfälle aus den
Bereichen Katastrophenmanagement und Gesundheitswesen vorgestellt (Abschnitt 3.1).
Daraufhin werden die Anforderungen an die Adaptionsschicht beschrieben und anhand
der Anwendungsfälle erläutert (Abschnitt 3.2). Im Anschluss erfolgt eine Gegenüberstel-
lung der Kernfragen dieser Arbeit mit den aufgestellten Anforderungen (Abschnitt 3.3).
Den Abschluss des Kapitels bildet eine Zusammenfassung (Abschnitt 3.4).
3.1 Anwendungsszenario
Im Folgenden werden zwei Anwendungsfälle beschrieben, in denen dynamische Ge-
schäftsprozesse eingesetzt werden. In den Szenarien wird verdeutlicht, dass strukturelle
Anpassungen an laufenden Prozessen auf Basis einer Veränderung im Kontext erforder-
lich sind und dass bei der Ausführung der Anpassungen temporale Abhängigkeiten zwi-
schen den Aktivitäten sowie Einschränkungen bezüglich des Ausführungszustandes der
Aktivitäten berücksichtig werden müssen. Zudem wird auf Basis der Szenarien beispiel-
haft die Funktionalität der geplanten Adaptionsschicht beschrieben.
Das erste Szenario (Unterabschnitt 3.1.1) stammt aus dem Bereich Katastrophenmanage-
ment und beschreibt, wie der Kölner Feuerwehrführungsstab auf Basis eines Einsatzplans
die Aktivitäten seiner und fremder Einsatzkräfte innerhalb einer Katastrophe koordiniert.
Um die Realitätsnähe des Szenarios zu gewährleisten, wurde dieses in Zusammenarbeit
mit dem Führungsstab der Feuerwehr Köln erarbeitet. Das zweite Szenario (Unterab-
schnitt 3.1.2) stammt aus der Domäne Gesundheitswesen und illustriert wie Ärzte ihre
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Patienten auf Basis von Leitlinien behandeln. Die Erstellung dieses Szenarios erfolgte in
Zusammenarbeit mit dem St. Josefs Krankenhaus in Potsdam.
3.1.1 Katastrophenmanagement
Sind lokale Einsatzkräfte (z. B. örtliche Feuerwehrwachen) nicht mehr in der Lage ein
Großschadensereignis oder eine Katastrophe angemessen zu bekämpfen, wird in Deutsch-
land ein sogenannter Feuerwehrführungsstab eingerichtet. Die Aufgabe des Führungs-
stabs ist  es,  die  Arbeiten seiner  und fremder Einsatzkräfte  von zentraler  Position aus zu
koordinieren, sodass die drohende Gefahr möglichst schnell und unter geringstmöglichen
Verlusten abgewendet werden kann. Zur besseren Koordination ihrer Aktivitäten inner-
halb einer Katastrophe verfügen die Stäbe über Einsatzpläne, welche das Standardvorge-
hen für bestimmte Einsatzszenarien, wie beispielsweise der Durchführung einer Evakuie-
rung, der Bekämpfung einer Pandemie oder den Vorgang zur Sicherung von Großereig-
nissen mit hohem Menschenaufkommen beschreiben. Diese Einsatzpläne entsprechen
klassischen Geschäftsprozessen, wie sie in vielen Unternehmen zur Beschreibung von
Arbeitsabläufen eingesetzt werden [SB09]. Abbildung 3-1 zeigt einen Teil des Einsatz-
plans Evakuierung der Feuerwehr Köln, der das Standardvorgehen der Einsatzkräfte in-
nerhalb einer Evakuierung beschreibt.
Zur effizienteren Ausführung der Pläne verwenden die Stäbe Anwendungen, welche auf
adaptiven Workflow-Management Systemen (WfMS) aufbauen, wie sie beispielsweise
innerhalb des Forschungsprojektes SoKNOS5 entwickelt wurden. Neben einer effizienten
Verwaltung der Pläne ermöglichen diese auch die manuelle Anpassung der Pläne wäh-
rend ihrer Ausführung.
Angenommen, der Führungsstab der Feuerwehr Köln wird aufgrund einer Hochwasserka-
tastrophe einberufen und zieht in Betracht, die Bevölkerung vor dem sich nähernden
Wasser durch eine Evakuierung zu schützen. Zur besseren Koordination der Evakuierung
greift er auf den Einsatzplan Evakuierung (Abbildung 3-1) zurück und lädt diesen in seine
Anwendung. Nach einer ausführlichen Lageerkundung durch die Einsatzkräfte vor Ort
entscheidet der Stab, dass eine unmittelbare Gefährdung der Bevölkerung besteht und
ordnet die Festlegung des gefährdeten Gebiets an. Plötzlich kommt es aufgrund des
Hochwassers nördlich von Köln zu einem Kurzschluss in einem Chemiewerk, der wiede-
rum einen Brand zur Folge hat. Daraufhin erhält der Stab über seinen Kontextdienst die




Abbildung 3-1: Auszug aus dem Einsatzplan Evakuierung
Basierend auf dieser Information ist es dem Stab nicht mehr möglich, den Einsatz gemäß
dem vorgegebenen Einsatzplan auszuführen, da nun eine weitere Aktivität zur Dekonta-
mination der kontaminierten Personen notwendig ist. Diese Aktivität wurde aufgrund der
Seltenheit ihres Auftretens nicht im Standardeinsatzplan zur Evakuierung von Personen
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berücksichtigt, sie ist dem Stab jedoch bekannt. Damit der Einsatzplan konsistent mit
dem aktuellen Vorgehen bleibt und der Stab seiner Pflicht, alle angeordneten Aktivitäten
zur protokollieren, nachkommt, muss der Einsatzplan gemäß der eingetroffenen Kontext-
information angepasst werden. Konkret bedeutet dies, dass er um die Aktivität zur Durch-
führung der Dekontaminationsmaßname erweitert werden muss. Die Anpassung des Ein-
satzplans kann jedoch nicht an einer beliebigen Position innerhalb des Plans vorgenom-
men werden. Der Stab muss bei der Auswahl der Position und damit der Auswahl des
Zeitpunkts, zu dem die Aktivität ausgeführt wird, den aktuellen Ausführungszustand und
die temporalen Abhängigkeiten der Aktivitäten untereinander berücksichtigen. So dürfen
keine neuen Aktivitäten vor bereits ausgeführten oder aktuell laufenden Aktivitäten ein-
gefügt werden, da sonst eine Inkonsistenz zwischen dem Einsatzplan und dem realen
Vorgehen entstehen würde. Zudem muss vom Stab berücksichtigt werden, dass die De-
kontamination nach der Aktivität Festlegung des gefährdeten Gebietes und vor der Akti-
vität Transport durchgeführt werden muss. Nur so kann sichergestellt werden, dass die
Dekontamination nicht in dem vom Hochwasser gefährdeten Gebiet stattfindet, und dass
kontaminierte Personen nicht weiter verstreut werden und andere Personen gefährden.
Weiterhin muss der Stab bei der Auswahl der Anpassungsposition beachten, dass die
Dekontamination zwingend die Ausführung der Aktivität Bezirksregierung informieren
erfordert. Die Einhaltung dieser Bedingung ist vom Gesetzgeber vorgeschrieben.
Um die notwendige Anpassung möglichst schnell und unter der Berücksichtigung der
vorgegebenen Einschränkungen auszuführen, lässt der Führungsstab mit Hilfe einer An-
wendung automatisch alle validen Anpassungsmöglichkeiten berechnen. Abbildung 3-2
zeigt eine Teilmenge der ermittelten Anpassungsmöglichkeiten. Diese wurden zu dem
Zeitpunkt berechnet, in dem die Aktivität Festlegung des Evakuierungsgebiets gerade
ausgeführt wurde.
So könnte die Aktivität Dekontamination beispielsweise nach dem Transport (Position
12) oder nebenläufig zur Sicherung und Kontrolle (Position 9) ausgeführt werden. Das
Einfügen der Aktivität bereits nach der Aktivität Bezirksregierung informieren wäre nicht
möglich bzw. würde zu einem invaliden Einsatzplan führen, da die Einschränkung, dass
die Dekontamination vor der Aktivität Festlegung des Evakuierungsgebiets ausgeführt
werden muss, nicht eingehalten werden könnte. Aufgrund domänenspezifischer Informa-
tionen erachtet der Führungsstab es jedoch für am sinnvollsten, die Dekontamination
gleich nach der Festlegung des Evakuierungsgebiets auszuführen, und somit an selbiger
Position (Position 1) mit Hilfe der Anwendung in den Einsatzplan einzufügen.
Im weiteren Verlauf der Evakuierung ist der Führungsstab noch mehrmals dazu gezwun-
gen, den Einsatzplan aufgrund von Kontextinformationen anzupassen. So erfordert ein
aufkommender Vandalismus innerhalb des bereits evakuierten Gebiets Aktivitäten zur
verschärften Sicherung und Kontrolle des Evakuierungsgebiets. Da der Führungsstab die
Evakuierung frühzeitig angeordnet hat, kommt es nicht zu Todesfällen. Aus diesem
Grund kann der Stab die nun redundante Aktivität Bergung von Toten aus dem Einsatz-
plan entfernen. Weiterhin erhält der Stab bereits während der Evakuierung die Kontextin-
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formation, dass der Pegel des Rheins nicht weiter ansteigt. Dies bedeutet, dass anstelle
der üblichen langfristigen Unterbringung der evakuierten Personen lediglich eine kurz-
fristige Unterbringung notwendig sein könnte. Aus diesem Grund fügt der Führungsstab
diese Aktivität alternativ in den Einsatzplan ein.


















































? =  Aktivität wird gerade ausgeführt
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Wie bei dem Einfügen der Aktivität Dekontamination müssen auch bei diesen Anpassun-
gen der Ausführungszustand des Einsatzplans sowie die temporalen Einschränkungen der
Aktivitäten untereinander berücksichtigt werden. Bei dem Einfügen der Aktivität ver-
schärfte Sicherung und Kontrolle muss neben anderen Einschränkungen beispielsweise
beachtet werden, dass zuvor die notwendigen Sachgruppen einberufen und die verschärfte
Sicherung und Kontrolle parallel zur standardmäßig vorgenommenen Kontrolle ausge-
führt wird.
3.1.2 Gesundheitswesen
Um die Versorgungsqualität von Patienten in Praxen und Krankenhäusern zu verbessern,
wurden von der Deutschen Gesellschaft für Allgemeinmedizin und Familienmedizin6
(DEGAM) Leitlinien entwickelt. Diese spezifizieren abhängig von den Symptomen eines
Patienten, den standardmäßig ausgeführten Ablauf gängiger Behandlungsprozesse. So
existieren beispielsweise DEGAM Leitlinien für Patienten mit Kopfschmerzen, einer
Herzinsuffizienz oder Demenz. Abbildung 3-3 zeigt eine vereinfachte Variante der Leitli-
nie für Husten, modelliert als Geschäftsprozess.
Angenommen, ein Patient mit langanhaltendem starken Husten wird in das St. Josefs
Krankenhaus in Potsdam eingeliefert7 und von dem leitenden Arzt der Aufnahme entge-
gengenommen. Da die erste Diagnose Husten eindeutig ist, entscheidet der Arzt den Pati-
enten nach der DEGAM Leitlinie für Husten zu behandeln. Dazu lädt er zunächst in eine
krankenhausspezifische Anwendung einen Prozess, der dieser Leitlinie entspricht (siehe
Abbildung 3-3). Der Prozess bildet die Grundlage für den individuellen Behandlungspro-
zess des Patienten. Verläuft der Behandlungsprozess ohne weitere Komplikationen, ent-
spricht er am Ende der Behandlung der vorgegebenen Leitlinie. Muss für eine angemes-
sene Behandlung des Patienten von der Leitlinie abgewichen werden, bietet die Anwen-
dung die Möglichkeit, den Behandlungsprozess anzupassen. Es können manuell neue
Maßnahmen eingefügt und vorhandene gelöscht werden.
Während der Durchführung der Anamnese8 erhält der Arzt die Information, dass der Pati-
ent bereits bei geringen körperlichen Anstrengungen starken Husten und Luftnot erleidet.
6 DEGAM Homepage: http://leitlinien.degam.de/
7 Es wird davon ausgegangen, dass es sich hierbei um einen schwerwiegenden Husten handelt. Bei
nicht schwerwiegendem Husten würde der Patient nicht in ein Krankenhaus eingeliefert wer-
den und die im Folgenden beschriebenen Maßnahmen wären nicht nötig.
8 Die Anamnese entspricht einem ersten Gespräch zwischen dem Patienten und seinem behandeln-
den Arzt, in dem der Patient die Vorgeschichte in Bezug auf seine aktuellen Beschwerden be-
schreibt.
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Diese Symptome erfordern im Allgemeinen die Durchführung einer spirometrischen Un-
tersuchung (Lungenfunktionstest). Folglich entscheidet der Arzt, den Patienten einer sol-
chen zu unterziehen. Eine spirometrische Untersuchung ist jedoch nicht Bestandteil der
DEGAM Leitlinie für Husten. Daher muss sie in den realen und den technischen bzw.
geladenen Behandlungsprozess des Patienten integriert werden. Bei der Integration dieser
Abbildung 3-3: Auszug aus der DEGAM-Leitlinie Nr. 11 (Husten)
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Maßnahme in den Behandlungsprozess und damit bei der Auswahl des Zeitpunktes, zu
dem die Maßnahme ausgeführt werden soll, muss der Arzt folgende Einschränkungen
berücksichtigen: Spirometrische Untersuchungen müssen aus medizinischen Gründen
immer alternativ zu einer Ergometrie (Belastungs-EKG) und nach der laborchemischen
Untersuchung, der Thoraxaufnahme und dem Ruhe-EKG ausgeführt werden. Zudem
muss sie vor der Anordnung einer adäquaten Therapie erfolgen und erfordert die Ausfüh-
rung einer körperlichen Untersuchung. Um die Konsistenz zwischen dem geladenen Pro-
zess und dem realen Behandlungsprozess zu gewährleisten, muss der Arzt zudem berück-
sichtigen, dass die Maßnahme Spirometrische Untersuchung nur vor einer noch nicht
ausgeführten Maßnahme eingefügt wird. Dies schließt Maßnahmen ein, die der Arzt be-
reits angeordnet hat, deren Ausführung jedoch noch nicht begonnen wurde. Um keine der
vorgeschriebenen Einschränkungen zu verletzten, lässt der Arzt alle Anpassungsmöglich-
keiten, die valide gegenüber den Einschränkungen sind, automatisch berechnen. Abbil-
dung 3-4 zeigt eine Auswahl möglicher valider Anpassungen unter der Annahme, dass
die Aktivität Anamnese gerade ausgeführt wird. Aus domänenspezifischen Gründen ent-
scheidet der Arzt, die Untersuchung erst zu einem späteren Zeitpunkt nach der Verifikati-
on der Diagnose (Position 5) durchzuführen.
Im weiteren Verlauf der Behandlung muss noch mehrfach von der vorgegebenen Leitlinie
abgewichen und somit der Behandlungsprozess des Patienten angepasst werden. So stellt
der behandelnde Arzt nach der Thoraxaufnahme die Diagnose Fremdkörperaspiration,
welche die Durchführung einer Bronchoskopie (Lungenspiegelung) erfordert. Bei der
Bronchoskopie muss der Arzt aufgrund der Akutheit darauf achten, dass sie in jedem Fall
direkt nach der Thoraxaufnahme und vor der gerade eingefügten Maßnahme Spirometri-
sche Untersuchung erfolgt.
Weiterhin stellt der Arzt nach der Durchführung weiterer diagnostischer Maßnahmen die
Diagnose Lungenentzündung durch Fremdkörperaspiration. Diese erfordert wiederum
die Anpassung des Behandlungsprozesses des Patienten, da nun eine weitere Maßnahme
für eine adäquate antibiotische Behandlung notwendig ist.
Wie vom St. Josefs Krankenhaus Potsdam bestätigt, beschränkt sich der Anwendungsbe-
reich der Adaptionsschicht in der Domäne Gesundheitswesen nicht auf die Berechnung
valider Anpassungsmöglichkeiten innerhalb von DEGAM Leitlinien. So existiert noch
eine Vielzahl weiterer – jedoch meist nicht standardisierter – Behandlungsprozeduren,
von denen auf Basis von Kontextinformationen wie beispielsweise dem Alter, der Vorge-
schichte oder den bestehenden Allergien des Patienten in Form von strukturellen Anpas-
sungen abgewichen werden muss.
3.1.3 Weitere Anwendungsfälle
Neben den zuvor beschriebenen Anwendungsfällen wurden innerhalb dieser Arbeit weite-
re potenzielle Einsatzgebiete der Adaptionsschicht identifiziert. Diese stammen haupt-
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sächlich aus dem Geschäftsumfeld und werden im Folgenden kurz beschrieben. Eine
vertiefte Analyse der Anwendungsfälle erfolgt aufgrund der zeitlichen Einschränkungen
der Arbeit und dem eingeschränkten Informationszugriff nicht.
In dem in [RRFA06] beschriebenen Anwendungsfall werden Geschäftsprozesse zur Spe-
zifikation des Standardvorgehens einer Reservierung und eines Check-ins innerhalb einer
großen australischen Fluggesellschaft eingesetzt. Die Ausführung der Prozesse wird größ-
tenteils auf Basis von Workflows automatisiert. Abhängig von Kontextinformationen, die
sich hauptsächlich aus den aktuellen Wetterbedingungen, der Zeit oder der aktuellen
Sicherheitslage ergeben, muss von diesen Prozessen abgewichen werden. So wird in dem
Szenario beispielsweise beschrieben, dass auf Basis der Kontextinformation erhöhte Ter-
rorgefahr neue Aktivitäten zur verschärften Sicherheitskontrolle in den Workflow einge-
fügt werden müssen. Damit repräsentiert das Szenario einen möglichen Einsatzbereich
der Adaptionsschicht.
Ein weiterer potenzieller Anwendungsfall für den Einsatz der Adaptionsschicht wird in
[vdARD07] beschrieben. In diesem werden innerhalb einer großen Versicherungsgesell-
schaft Geschäftsprozesse zur Spezifikation von Prozeduren zur telefonischen Bearbeitung
eines Versicherungsantrages eingesetzt. Speziell während der Orkansaison müssen diese
Prozesse oft angepasst werden. Die Anpassung der Prozesse hängt dabei beispielsweise
von Kontextinformationen über die Stärke oder den Zerstörungsradius des Orkans ab.
In beiden Anwendungsfällen werden keine expliziten Aussagen darüber getroffen, ob bei
den Anpassungen Einschränkungen berücksichtigt werden müssen oder ob eine automati-
sche Berechnung der validen Anpassungsmöglichkeiten wünschenswert wäre. Von Letz-
teren ist jedoch aufgrund der in Abschnitt 1.2 vorgestellten Nachteile der manuellen An-
passung auszugehen. Auch die Existenz von Einschränkungen, die berücksichtigt werden
müssen, ist sehr wahrscheinlich. So muss aller Voraussicht nach beim Einfügen der Akti-
vität verschärfte Sicherheitskontrolle in den Geschäftsprozess Check-in beachtet werden,
dass die Ausführung dieser Aktivität vor der Ausführung der Aktivität Boarding und nach
der Ausführung der Aktivität Purchase Ticket geschehen muss.
3.2 Anforderungen
In diesem Abschnitt werden die Anforderungen an die zu entwickelnde Adaptionsschicht
beschrieben. Die Umsetzung dieser Anforderung bildet die Voraussetzung dafür geeignet
semantisch valide Anpassungsmöglichkeiten für laufende Workflows auf Basis von Kon-
textinformationen zu berechnen.
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Um angemessen auf sich verändernde Kontextinformationen reagieren zu können, muss
die Adaptionsschicht die Ermittlung struktureller Anpassungen des Workflows unterstüt-
zen. Unter strukturellen Anpassungen versteht man diejenigen Anpassungen, die die
Struktur und damit den Kontrollfluss eines Workflows betreffen. Es sollen die grundle-
genden strukturellen Anpassungsoperationen zum Einfügen und Löschen von Aktivitäten
unterstützt werden. Aufbauend auf diesen ist es möglich, höherwertige strukturelle An-
passungen, wie das Verschieben von Aktivitäten oder strukturelle Anpassungen, die meh-
rere Aktivitäten betreffen, zu erstellen.
Neben der Struktur können auch weitere Aspekte wie der Datenfluss und die an einem
Workflow beteiligten Ressourcen von einer Anpassung betroffen sein. Diese Arten der
Anpassung werden in dieser Arbeit jedoch nicht betrachtet, da sie bereits von existieren-
den Ansätzen wie beispielsweise [WHL09, CCPP99] behandelt werden. Ihre Integration
in den in dieser Arbeit entwickelten Ansatz bildet jedoch einen interessanten Ansatzpunkt
für weiterführende Arbeiten (siehe Abschnitt 8.2).
Anforderung 1 Die Adaptionsschicht muss die strukturelle Anpassung des Workflows
ermöglichen.
Semantische Korrektheit von Workflow-Anpassungen
Wie bereits erwähnt, ist das Ziel der Adaptionsschicht, auf Basis einer Kontextinformati-
on, alle validen Anpassungsmöglichkeiten zu berechnen. Um die semantische Korrektheit
der Anpassungsmöglichkeiten und damit die Praktikabilität der Workflows nach ihrer
Anpassung zu gewährleisten, müssen zwei Typen von Einschränkungen berücksichtigt
werden.
Der erste Typ betrifft die temporalen Abhängigkeiten zwischen den Aktivitäten. Diese
legen fest, in welcher Ausführungsreihenfolge die Aktivitäten angeordnet werden müs-
sen. Die Auswahl der zu berücksichtigenden Abhängigkeiten ist domänenspezifisch. In
dem zuvor beschriebenen Anwendungsfall aus dem Bereich Katastrophenmanagement
gilt beispielsweise aus Gründen der Praktikabilität bzw. rechtlichen Gründen, dass die
Aktivität Dekontamination vor der Aktivität Transport bzw. nach der Aktivität Bezirks-
regierung informieren ausgeführt werden muss. Diese Arten von Einschränkungen wer-
den im Folgenden als Aktivitätsabhängigkeiten bezeichnet. Ausgehend von der Standard-
struktur der gängigen Workflow-Sprachen müssen Aktivitätsabhängigkeiten für die gän-
gigen Ausführungsmuster [Hol95] wie sequenzielle, alternative und nebenläufige Ausfüh-
rung sowie für den wechselseitigen Ausschluss von Aktivitäten berücksichtigt werden.
Der zweite zu berücksichtigende Typ von Einschränkungen spezifiziert Abhängigkeiten
zwischen den strukturellen Anpassungsoperationen und dem Ausführungszustand des
Workflows bzw. dem seiner Knoten. Sie müssen berücksichtigt werden, um die semanti-
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sche Korrektheit der Workflows während ihrer Ausführung zu gewährleisten. Die Aus-
wahl dieser Einschränkungen ist abhängig von der betrachteten Domäne sowie dem ein-
gesetzten adaptiven Workflow-Management System. In dem zuvor beschriebenen An-
wendungsfall darf beispielsweise die Aktivität Dekontamination nicht vor der gerade
ausgeführten Aktivität Festlegung des Evakuierungsgebiets eingefügt werden. Mit dieser
Einschränkung wird vermieden, dass die Anpassung zu einem nicht mehr praktikablen
und inkonsistenten Workflow führt, der nicht mehr dem realen Vorgehen entspricht und
in dem die eingefügte Aktivität nie ausgeführt werden kann. Diese Arten von Einschrän-
kungen werden im Folgenden als zustandsbezogene Einschränkungen bezeichnet. Es
müssen zustandsbezogene Einschränkungen für die in Anforderung 1 verlangten Anpas-
sungsoperationen Einfügen und Löschen einer Aktivität berücksichtigt werden.
Ein Workflow wird als valide bezeichnet, wenn er semantisch korrekt gegenüber einer
gegebenen Menge von Aktivitätsabhängigkeiten und zustandsbezogenen Einschränkun-
gen ist. Analog dazu wird eine Anpassungsmöglichkeit als valide bezeichnet, wenn sie
einen semantisch validen Workflow wiederum in einen semantisch validen Workflow
transformiert.
Anforderung 2 Die Adaptionsschicht muss die Validierung nach Aktivitätsabhängigkei-
ten unterstützen.
Anforderung 3 Die Adaptionsschicht muss die Validierung nach zustandsbezogenen
Einschränkungen unterstützen.
Syntaktische Korrektheit von Workflow-Anpassungen
Zur Sicherstellung der Ausführbarkeit und Praktikabilität der angepassten Workflows,
muss die Adaptionsschicht neben der semantischen auch die syntaktische Korrektheit der
Workflow-Anpassungen sicherstellen. So können strukturelle Fehler, Verklemmungen
(Deadlocks) oder nicht erreichbare Aktivitäten innerhalb eines Workflows vermieden
werden. Da die syntaktische Validierung von Workflows bereits ausreichend in der Lite-
ratur diskutiert wurde, sollen hierzu bereits existierende Ansätze verwendet werden.
Anforderung 4 Die Adaptionsschicht muss die syntaktische Validierung von Workflows
unterstützen.
Automatische Berechnung der Anpassungsmöglichkeiten
Um eine spätere automatische Ausführung der am besten geeigneten Anpassungsmög-
lichkeit zu realisieren und dem Anwender die größtmögliche Flexibilität bei der Auswahl
einer Anpassungsmöglichkeit zu geben, muss die Adaptionsschicht die automatische
Berechnung aller validen Anpassungsmöglichkeiten unterstützen. Für den Fall, dass eine
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Aktivität eingefügt werden soll, muss sie dazu alle validen Anpassungspositionen, an
denen die Aktivität eingefügt werden kann, ermitteln. Erfordert eine Kontextinformation
das Löschen einer Aktivität, ist dies nicht möglich. Es gibt stets nur genau eine Möglich-
keit eine Aktivität zu löschen. Jedoch muss auch hier die Adaptionsschicht sicherstellen,
dass das Löschen der Aktivität aus einem validen Workflow wiederum zu einem validen
Workflow führt.
Anforderung 5 Die Adaptionsschicht muss die automatische Berechnung aller validen
Anpassungsmöglichkeiten ermöglichen.
Anbindung bestehender Systeme
Wie bereits erwähnt, ist es nicht das Ziel dieser Arbeit einen neuen Kontextdienst bzw.
ein neues adaptives Workflow-Management System (WfMS) zu entwerfen. Da der Ein-
satz der Adaptionsschicht jedoch von diesen Technologien abhängig ist, muss diese bzw.
ihre Schnittstellen so konzipiert werden, dass sie möglichst einfach auf deren Funktionali-
täten zugreifen kann. Einfach bedeutet in diesem Zusammenhang, dass die für die Integ-
ration benötigte Zeit und damit der benötigte Aufwand so gering wie möglich ist. Durch
die Möglichkeit auf bestehende Systeme zugreifen zu können, erweitert sich zudem der
Einsatzbereich der Adaptionsschicht und erhöht die Anzahl potenzieller Nutzer.
Anforderung 6 Die Adaptionsschicht muss die Anbindung bestehender Kontextdienste
ermöglichen.
Anforderung 7 Die Adaptionsschicht muss die Anbindung bestehender adaptiver WfMS
ermöglichen.
Einfache Verwaltung der Anpassungslogik
Die zentrale Aufgabe der Adaptionsschicht ist die Ermittlung valider Anpassungsmög-
lichkeiten von Workflows auf Basis von Kontextinformationen. Dazu benötigt sie Infor-
mationen über die zu berücksichtigenden semantischen Einschränkungen (Aktivitätsab-
hängigkeiten und zustandsbezogenen Einschränkungen) sowie darüber, welche Kontext-
informationen welche Anpassungen auf welche Workflows erfordern. Diese Informatio-
nen sind jedoch keineswegs statisch, sondern müssen kontinuierlich und teilweise wäh-
rend der Ausführungszeit gewartet und erweitert werden. Speziell in hoch dynamischen
Domänen wie dem Katastrophenmanagement ist dies der Fall. Hier treten viele unvorher-
sehbare Ereignisse (Kontextinformationen) auf, die neue Anpassungen und damit die
Berücksichtigung neuer Einschränkungen erfordern. Damit die Adaptionsschicht in Zu-
kunft auf diese Kontextinformationen reagieren kann, muss sie um die entsprechenden
Informationen erweiterbar sein. Daher soll die Adaptionsschicht so konzipiert werden,
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dass ohne größeren Aufwand die Anpassungslogik verwaltet und damit einfach neue Ab-
bildungsvorschriften und Einschränkungen hinzugefügt bzw. vorhandene angepasst und
gelöscht werden können. Dies trägt dazu bei, dass die Adaptionsschicht vielseitig in un-
terschiedlichen Domänen eingesetzt werden kann.
Anforderung 8 Die Adaptionsschicht muss eine möglichst einfache Verwaltung der
Anpassungslogik unterstützen.
Vermeidung unnötiger Modellerweiterungen
Um den oft IT-unerfahrenen Nutzer vor zu unübersichtlichen Workflows zu bewahren,
sollten deren Modelle nicht unnötig erweitert werden. Folglich sollten sämtliche
Workflow-Artefakte wie Aktivitäten und Kontrollflusselemente, die während der
Workflow-Ausführung nicht durchlaufen werden, erst gar nicht in das Workflow-Modell
integriert werden. So kann sich beispielsweise der Stabsleiter, aus dem zuvor beschriebe-
nen Anwendungsfall besser auf die wesentlichen Punkte seiner Arbeit konzentrieren und
wird nicht durch redundante Informationen abgelenkt. Neben der Übersichtlichkeit führt
die Vermeidung von unnötigen Modellerweiterungen zu einer einfacheren Verwaltung
des Modells, da nur die relevanten Artefakte modelliert werden.
Anforderung 9 Die Vermeidung unnötiger Modellerweiterungen des Workflow-
Schemas muss berücksichtigt werden.
3.3 Relation zwischen Kernfragen und Anforderungen
In diesem Abschnitt wird der Zusammenhang zwischen den in Abschnitt 1.4 vorgestellten
Kernfragen und den zuvor vorgestellten Anforderungen beschrieben. Aus dem Zusam-
menhang ist ersichtlich, welche Anforderungen zur Beantwortung welcher Kernfrage(n)
beitragen.
Die erste Kernfrage der Arbeit adressiert Konzepte zur semantischen Validierung von
laufenden Workflows. Zur Sicherstellung der semantischen Validität von laufenden
Workflows müssen temporale Abhängigkeiten zwischen den Aktivitäten (Anforderung 2)
sowie Einschränkungen bezüglich des Ausführungszustandes (Anforderung 3) berück-
sichtigt werden. Die semantische Validierung kann jedoch geeignet nur auf Basis eines
syntaktisch korrekten Workflows ausgeführt werden. Folglich muss im Zusammenhang
mit der Kernfrage 1 auch geklärt werden, wie die syntaktische Korrektheit von
Workflows sichergestellt werden kann (Anforderung 4). Wie bereits erwähnt, soll dazu
auf bestehende Konzepte zurückgegriffen werden.
Die zweite Kernfrage bezieht sich auf benötigte Konzepte zur automatischen Berechnung
aller validen Anpassungsmöglichkeiten (Anforderung 5) auf Basis von Kernfrage 1. Bei
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der Berechnung sollen die grundlegenden strukturellen Anpassungsoperationen Einfügen
einer Aktivität und Löschen einer Aktivität berücksichtigt werden (Anforderung 1). Auf-
bauend auf diesen Operationen lassen sich höherwertige Operationen wie beispielsweise
das Verschieben oder Austauschen von Aktivitäten realisieren. Damit sich die Anwender
der Adaptionsschicht auf die wesentlichen Informationen konzentrieren können, müssen
bei der Berechnung der Anpassungsmöglichkeiten unnötige Modellerweiterungen ver-
mieden werden (Anforderung 9).
Entsprechend der Kernfrage 3 soll untersucht werden, wie eine geeignete Architektur für
die Adaptionsschicht zur automatischen Berechnung aller validen Anpassungsmöglich-
keiten aussieht. Die Architektur benötigt dazu Komponenten zur technischen Umsetzung
der in den Kernfragen 1 und 2 adressierten Konzepte (Anforderungen 1 – 5). Zudem muss
sie so entworfen werden, dass sie eine einfache Verwaltung der Anpassungslogik unter-
stützt (Anforderung 8). Nur so kann sichergestellt werden, dass die zu berücksichtigenden
Aktivitätsabhängigkeiten schnell angepasst und neue Abbildungsvorschriften von Kon-
textinformationen auf Anpassungen eingefügt werden können.
Die vierte Kernfrage adressiert die Anforderungen, die von dem eingesetzten Kontext-
dienst sowie dem eingesetzten adaptiven WfMS umgesetzt werden müssen, damit die
Adaptionsschicht auf deren Basis alle validen Anpassungsmöglichkeiten berechnen und
eine davon ausführen kann. Die Umsetzung muss dabei auf eine Weise erfolgen, die die
Unabhängigkeit der Adaptionsschicht von diesen Technologien sichert. Dadurch wird
erreicht, dass die Adaptionsschicht einfach auf die Funktionalitäten bestehender Kontext-
dienste (Anforderung 6) und adaptiver WfMS (Anforderung 7) zugreifen kann.
In Tabelle 3-1 stellt die Kernfragen den vorgestellten Anforderungen gegenüber.
Anforderung K1 K2 K3 K4
Anf. 1 (Strukturelle Anpassung) x x
Anf. 2 (Validierung nach
               Aktivitätsabhängigkeiten)
x x
Anf. 3 (Validierung nach zustands-
              bezogenen Einschränkungen)
x x
Anf. 4 (Syntaktische Validierung) x x
Anf. 5 (Automatische Berechnung
              valider Anpassungsmögl.)
x x
Anf. 6 (Anbindung bestehender
              Kontextdienste)
x
Anf. 7 (Anbindung bestehender
              adaptiver WfMS)
x
Anf. 8 (Einfache Verwaltung) x
Anf. 9 (Vermeidung unnötiger
              Modellerweiterungen)
x
Tabelle 3-1: Gegenüberstellung der Anforderungen zu den Kernfragen aus Abschnitt 1.4
ANFORDERUNGSANALYSE 38
3.4 Zusammenfassung
Zur Illustration der Funktionalität und möglicher Einsatzgebiete der geplanten Adaptions-
schicht wurden in diesem Kapitel zwei Anwendungsfälle aus den Bereichen Katastro-
phenmanagement und Gesundheitswesen vorgestellt sowie weitere potenzielle Anwen-
dungsfälle beschrieben. Anhand der Anwendungsfälle wurde die Notwendigkeit der
Adaptionsschicht verdeutlicht. Weiterhin wurden die Anforderungen an die Adaptions-
schicht beschrieben. Die Anforderungen dienen im weiteren Verlauf dieser Arbeit als
Grundlage für die Bewertung der verwandten Arbeiten sowie als Grundlage für die Kon-
zeption und die Validierung der geplanten Adaptionsschicht.
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4
Stand der Forschung
In diesem Kapitel werden in Abschnitt 4.1 zunächst Systeme zur kontextsensitiven An-
passung von Workflows vorgestellt. Im Anschluss daran werden in Abschnitt 4.2 Ansätze
zur Behandlung von Exceptions innerhalb von Workflows beschrieben. Beide Arten von
Systemen werden anhand der in Abschnitt 3.2 vorgestellten Anforderungen bewertet und
klassifiziert. Bei der Bewertung werden jeweils die für das System relevanten Anforde-
rungen betrachtet. In Abschnitt 4.3 werden Ansätze zu semantischen Validierung von
Workflows vorgestellt und bewertet. In Abschnitt 4.4 werden schließlich bestehende Ar-
beiten aus dem Bereich adaptive Workflow-Management Systeme (WfMS) beschrieben
und in den Kontext dieser Arbeit eingeordnet. Das Ende dieses Kapitels bildet eine Zu-
sammenfassung in Abschnitt 4.5.
4.1 Systeme zur kontextsensitiven Anpassung von Workflows
In diesem Abschnitt werden bestehende Systeme zur kontextsensitiven Anpassung von
Workflows beschrieben. Ähnlich wie die zu entwickelnde Adaptionsschicht, haben diese
das Ziel, Workflows automatisch auf Basis von Kontextinformationen anzupassen bzw.
kontextsensitiv Entscheidungen zu treffen. Da in der Literatur bereits eine Vielzahl beste-
hender Arbeiten existiert, werden im Folgenden nur die relevantesten Arbeiten vorgestellt
und bewertet. Aus diesen Arbeiten wird ein Klassifikationsschema erstellt, dem die übri-
gen nicht beschriebenen Arbeiten aus diesem Bereich zugeordnet werden können.
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4.1.1 uFlow
In [HCKC06] präsentieren die Autoren das Web Service basierte Framework uFlow zur
Modellierung und Ausführung von kontextsensitiven Workflows in ubiquitous compu-
ting9 Umgebungen. uFlow ermöglicht die Auswahl und Ausführung von Aktivitäten
(Web Services) auf Basis von Kontextinformationen. Dazu wurde ein OWL basiertes
Kontextmodell zur Beschreibung von ubiquitärem Kontext und die Ubiquitous Workflow
Description Language (uWDL) entworfen. uWDL [HCC05] ist eine Erweiterung der Web
Service basierten Workflow-Modellierungssprache BPEL. Sie stellt (durch das Element
<context>) erweiterte Funktionalitäten zur Beschreibung von kontextsensitiven Bedin-
gungen bereit. So ist es beispielsweise möglich, die Schaltung einer Transition oder die
Auswahl eines alternativen Pfades bzw. Zweiges abhängig von einem bestimmten Kon-
text zu machen. uWDL spezifiziert Kontext als ein Tripel bestehend aus {Subjekt, Verb,
Objekt}. Die Architektur des Frameworks wird in Abbildung 4-1 dargestellt.
Abbildung 4-1: Architektur des uFlow Frameworks (aus [HCKC06])
Mit Hilfe des uFlow Scenario Editors kann der Service Entwickler ein sogenanntes uF-
low Szenario modellieren, welches einem Workflow entspricht. Das Szenario wird an die
uFlow Engine weitergeleitet und von dieser ausgeführt. Zur Auswertung von kontextsen-
sitiven Bedingungen greift die Engine auf die von dem uFlow Context Processor bereit-
gestellten Kontextinformationen zu.
9 Der Begriff ubiquitous computing bezeichnet die Allgegenwärtigkeit von Informationssystemen
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Das uFlow Framework bietet die Möglichkeit, abhängig von Kontextinformationen,
Transitionsbedingungen oder Bedingungen zur Auswahl alternativer Zweige automatisch
zu evaluieren. Damit ist es möglich, Workflow-Aktivitäten kontextabhängig zur Laufzeit
auszuwählen und auszuführen. Jedoch stellt uFlow keine Funktionalitäten zur automati-
schen kontextsensitiven Berechnung und Ausführung valider Anpassungsmöglichkeiten
bereit.
4.1.2 FollowMe
FollowMe [LBC+06] ist eine variable, OSGi-basierende Infrastruktur zur Erstellung von
kontextsensitiven Anwendungen. Anwendungen werden in FollowMe aufgrund ihrer
einfachen deklarativen Beschreibungsmöglichkeit als Workflows modelliert und in OS-
Gi-Bundles gekapselt. Zur Spezifikation der Workflows wurde die Compact Process De-
finition Language (CPDL) entworfen. CPDL basiert auf der von der WfMC standardisier-
ten Workflow-Modellierungssprache XPDL. Mit CPDL ist es möglich, von extern ein-
treffende Kontext-Events zu verarbeiten. Auf Basis dieser Events können kontextabhän-
gige Transitionsbedingungen bzw. Bedingungen zur Auswahl alternativer Zweige, evalu-
iert werden. Damit können Aktivitäten kontextabhängig zur Laufzeit ausgewählt und
ausgeführt werden. Die Architektur der FollowMe Infrastruktur ist in Abbildung 4-2 zu
sehen.
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Die Ausführung der Workflows erfolgt durch den Workflow Engine Service. Zur Evaluie-
rung von kontextsensitiven Bedingungen greift die Engine auf den Context Service zu,
über den sie aktuelle Kontextinformationen erfragen kann. Kontextinformationen in Fol-
lowMe werden in OWL modelliert.
Aufgrund der Flexibilität von OSGi können in FollowMe leicht neue Domänenkontexte
und Applikationen (Workflows) integriert werden. Dadurch wird eine höhere Wieder-
verwendbarkeit des Frameworks erreicht und der Zugriff auf bestehende Anwendungen
erleichtert. Kontextsensitive Bedingungen können vollautomatisch zur Laufzeit evaluiert
werden. Die automatische Berechnung und Ausführung struktureller Anpassungsmög-
lichkeiten für Workflows, ausgelöst durch eine Kontextinformation, ist nicht möglich.
4.1.3 CAWE Framework
Das CAWE Framework [AFG+08, AFG+07] ist ein auf Web Services basierendes Fra-
mework, welches die kontextsensitive Anpassung von Workflows zur Laufzeit ermög-
licht. Die Architektur des Frameworks wird in Abbildung 4-3 dargestellt.
Abbildung 4-3: Architektur des CAWE Frameworks (aus [AFG+07])
Die Repräsentation der Workflows innerhalb des Frameworks erfolgt hierarchisch und
kann sogenannte abstrakte Aktivitäten beinhalten. Abstrakte Aktivitäten sind Platzhalter,
die zur Laufzeit kontextabhängig durch konkrete Implementierungen ersetzt werden. Die
Abbildung von abstrakten Aktivitäten auf Implementierungen erfolgt innerhalb des
Personalization Module. Zur Ausführung der kontextsensitiven Workflows werden diese
von der Workflow Engine geladen und von ihr gestartet. Trifft die Engine zur Laufzeit auf
eine abstrakte Aktivität, stellt sie bei dem Personalization Module eine Anfrage nach
einer passenden Implementierung. Basierend auf den aktuellen Kontextinformationen, die
es von dem Context Manager Web Service (CtxMgr) erhält, lädt das Modul die passende
Implementierung aus der Workflow Spezification Knowledge Base und  leitet  sie  an  die
Engine weiter. Diese ersetzt daraufhin die abstrakte Aktivität durch die Implementierung
und führt sie aus. Dieser Vorgang wiederholt sich so lange, bis der Workflow erfolgreich
ausgeführt wurde.
Im Gegensatz zu vielen existierenden kontextsensitiven Workflow-Ansätzen bietet das
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auf Basis von Kontextinformationen strukturell anzupassen. Dies wird ermöglicht, indem
eine abstrakte Aktivität automatisch durch strukturell verschiedene Implementierungen
ersetzt werden kann. Je nach Auswahl der Implementierung ändert sich die Struktur des
Workflows. Da die Positionen der abstrakten Aktivitäten jedoch bereits zur Designzeit in
dem Workflow-Modell spezifiziert werden müssen, ist die strukturelle Anpassung nur in
beschränktem Maße möglich. Durch die Kopplung der Anpassungslogik in einem separa-
ten Personalization Module, ermöglicht das CAWE Framework eine einfachere Verwal-
tung, der zu einer abstrakten Aktivität gehörenden Implementierungen. So ist es ohne
größeren Aufwand möglich, neue Implementierungen zu einer abstrakten Aktivität hinzu-
zufügen bzw. vorhandene Implementierungen zu löschen oder zu modifizieren. Auch
kann die Anpassungslogik, die auf Basis einer Kontextinformation eine geeignete Imple-
mentierung berechnet, einfach verwaltet werden.
4.1.4 ContextBPEL
In [WKN08] und [WKNL07] wird ContextBPEL, eine Erweiterung der Web Service
basierten Workflow-Modellierungssprache BPEL, vorgestellt. Die Motivation für die
Entwicklung von ContextBPEL liegt darin, dass es in vielen prozessorientierten Domänen
noch nicht möglich ist, WfMS zur Unterstützung von Arbeitsabläufen einzusetzen. Das
beschriebene Anwendungsszenario konzentriert sich dabei auf Produktionsprozesse in
Smart-Factory Umgebungen. Im Gegensatz zu Geschäftsprozessen spielen hier mehr
Ereignisse  aus  der  realen  (physischen)  Welt  eine  Rolle.  Um  WfMS  in  Smart-Factory
Umgebungen einsetzen zu können, werden von ContextBPEL folgende zusätzliche Funk-
tionalitäten unterstützt:
Kontext-Events Diese ermöglichen das asynchrone Warten des
Workflows auf extern ausgelöste Kontextereignisse. Die
eintreffenden Kontextereignisse können als Auslöser
(Trigger) für weitere kontextabhängige Aktionen, wie
zum Beispiel das Schalten einer Transition, verwendet
werden. Zudem ist es möglich, Workflows auf Basis von
Kontextereignissen zu starten.
Kontext-Queries Im Vergleich zu Kontext-Events ist es mit Hilfe von
Kontext-Queries möglich, proaktiv Kontextinformationen
bei einem Kontext-Service zu erfragen.
Kontextentscheidung Mit Hilfe von Kontextentscheidungen können kontext-
sensitive Bedingungen zur Schaltung einer Transition
oder zur Auswahl eines alternativen Zweiges evaluiert
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werden. Auslöser für Kontextentscheidungen können so-
wohl Kontext-Events als auch Kontext-Queries sein.
Zur Ausführung von ContextBPEL Prozessen wurde eine Architektur entwickelt, in der
die NEXUS Plattform [OYP03] als Kontext-Service eingesetzt wird. Generell ist Con-
textBPEL jedoch unabhängig von dem verwendeten Kontext-Service.
ContextBPEL bietet, wie auch in dieser Arbeit gefordert, die Möglichkeit auf von extern
eintreffende Kontextinformationen zu reagieren. Die Reaktionen beschränken sich dabei
jedoch auf die Auswertung von kontextsensitiven Bedingungen. So können beispielswei-
se alternative Zweige kontextsensitiv ausgewählt oder Transitionen kontextsensitiv ge-
schaltet werden. Die strukturelle Anpassung des Workflows zur Laufzeit ist nicht mög-
lich.
4.1.5 Weitere Ansätze
Im Folgenden werden weitere Ansätze für kontextsensitive Workflows vorgestellt, wel-
che keinem Forschungsprojekt oder keiner konkreten Technologie zugeordnet werden
können.
In [SN07] wird ein vierstufiges Modell zur kontextsensitiven Auswahl von Workflows
vorgestellt. Im ersten Schritt des Modells erfolgt die Auswahl aller für eine Domäne rele-
vanten Kontextinformationen. Diese werden im zweiten Schritt gemäß einem dreidimen-
sionalen Kontextmodell in einem Context-Tree klassifiziert. Der Context-Tree sieht die
Unterteilung des Kontextes in zeit-, orts-, ressourcen- und organisationsbezogenen Kon-
text vor. Für die Auswahl eines geeigneten Workflows muss der Context-Tree durch ei-
nen Domänenexperten auf die für den vorgesehenen Anwendungsfall relevanten Kontext-
informationen reduziert werden. Das Ergebnis der Reduzierung ist der Adapted Context
Tree. Aus diesem kann mit Hilfe des Assignment Activation-Konzeptes im letzten Schritt
automatisch aus einer Menge vorhandener Workflows ein geeigneter ausgewählt werden.
Eine genaue Beschreibung wie das Konzept umgesetzt wird, erfolgt jedoch nicht. Dieser
Ansatz sieht keinerlei strukturelle Workflow-Anpassungen vor. Zudem muss zu jeder
relevanten Kontextinformation ein eigener Workflow erstellt werden. Dies führt, speziell
bei einer hohen Anzahl von relevanten Kontextinformationen, zu einer unüberschaubaren
Menge von Workflows und damit zu einer erheblichen Redundanz.
In [CSCC07] wird ein kontextsensitives Web Service basiertes WfMS für ubiquitous
Computing Umgebungen beschrieben. Es nutzt Kontextinformationen als Bedingung zur
Ausführung von Aktivitäten (hier Services). Zudem bietet es die Möglichkeit, während
der Ausführung eines Workflows vorhandene Kontextbedingungen anzupassen bzw. neue
kontextsensitive Services automatisch in einen laufenden Workflow zu integrieren. Damit
setzt es sich von Ansätzen wie uFlow und FollowMe ab, die keine strukturelle Anpassung
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des Workflows zur Laufzeit ermöglichen. Zur Ermittlung der Position, an der ein Service
zur Laufzeit eingefügt werden soll, nutzt der Ansatz die Informationen aus dem RDF-
basierten DI-Baum (Document Instance Baum). Der DI-Baum ist eine hierarchische Re-
präsentation des kontextsensitiven Workflows. Die Architektur des WfMS wird in Abbil-
dung 4-4 dargestellt.
Abbildung 4-4: Architektur eines kontextsensitiven WfMS (aus [CSCC07])
Mit  Hilfe  des Context-Aware Scenario Editors können Szenarien (Workflows), ähnlich
wie in uFlow, in uWDL modelliert werden. Die Aufgabe des CWParsers ist es, aus dem
uWDL Dokument, den RDF-basierten DI-Baum zu erstellen. Das Service Discovery Mo-
dul sucht basierend auf aktuellen Kontextinformationen geeignete Services, die von dem
Service Invocater Modul ausgeführt werden können. Wird beispielsweise durch den Nut-
zer zur Laufzeit ein neuer kontextsensitiver Service eingefügt, wird dies vom Workflow
Change Listener erkannt und an den Ditree Handler weitergeleitet. Die Aufgabe des
Ditree Handler ist es, den neuen Service an der richtigen Position des Workflows einzu-
fügen. Dazu durchsucht er den DI-Baum nach Stellen, die von der Veränderung betroffen
sind und passt diese automatisch an. Dadurch wird ein minimaler Anpassungsaufwand
erreicht.
Das vorgestellte WfMS ermöglicht die automatische strukturelle Anpassung kontextsen-
sitiver Workflows zur Laufzeit. Wie in dieser Arbeit gefordert, werden Anpassungen nur
an den wirklich betroffenen Stellen des Workflows vorgenommen. Es ist jedoch nicht
möglich, ausgelöst durch eine Kontextveränderung, die notwendige Anpassung und damit
den notwendigen Service, der hinzugefügt, gelöscht oder angepasst werden muss, auto-
matisch zu ermitteln. Services müssen manuell von einem Nutzer erstellt werden. Ledig-
lich die Integration dieser Services in den Workflow erfolgt automatisch. Auch erfolgt
keine separate Verwaltung der Anpassungslogik. Kontextsensitive Bedingungen werden
direkt in dem uWDL-Dokument und damit in dem DI-Baum modelliert. Dies führt wiede-
rum zu einer Erweiterung des Workflow-Modells, auch wenn diese im Vergleich zu An-
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passungen nur an den wirklich betroffenen Stellen des Workflows zur Laufzeit vorge-
nommen werden können.
4.1.6 Bewertung
Die zuvor vorgestellten Ansätze zur kontextsensitiven Anpassung von Workflows lassen
sich jeweils einer der folgenden zwei Klassen zuordnen:
Klasse 1
Die erste Klasse von Ansätzen sieht die Modellierung eines eigenen Workflows zu jeder
möglichen Kontextinformation vor [SN07]. So kann stets zu einer Kontextinformation
der passende Workflow geladen werden.
Klasse 2
Die zweite Klasse betrachtet Kontextinformationen als einen expliziten Teil des Kontroll-
flusses und damit des Workflow-Modells [LBC+06, CSCC07, HCKC06, AFG+07,
AFG+08, WKN08, WKNL07]. Sie ermöglicht so, Kontextinformationen als
Transitionsbedingung bzw. zur automatischen Auswahl von alternativen Zweigen zu
verwenden. Dies erfolgt meist durch die Neuentwicklung oder Erweiterung vorhandener
Workflow-Modellierungssprachen. Mit diesen Sprachen ist es möglich, zur Laufzeit Kon-
textinformationen von einem Kontextdienst zu erfragen und automatisch auf Basis dieser
kontextsensitiven Bedingungen zu evaluieren.
Beide Ansätze könnten eingeschränkt dazu verwendet werden, (semi-) automatisch auf
Basis von Kontextinformationen notwendige Aktivitäten auszuwählen und an einer ge-
eigneten Position auszuführen. Bei Ansätzen der Klasse 2 müssten dazu bereits für den
Fall, dass nur eine Aktivität in den Workflow eingefügt werden könnte an jeder Position,
an der sie ausgeführt werden kann, ein kontextsensitiver Entscheidungspunkt (alternative
Verzweigung) eingefügt werden. Für das in Unterabschnitt 3.1.1 beschriebene Anwen-
dungsszenario würde dies bedeuten, dass an jeder Stelle, an der die Aktivität Dekontami-
nation eingefügt werden könnte, Entscheidungspunkte zur Überprüfung, ob der Wert der
Kontextvariable Giftgaskonzentration im Evakuierungsgebiet größer  als  100  ppm ist,  in
das Workflow-Modell eingefügt werden müssen. Die Berechnung der Entscheidungs-
punkte könnte zwar vollautomatisch zur Designzeit erfolgen, dennoch würde sie zu zahl-
reichen unnötigen Modellerweiterungen führen, die die Verständlichkeit und Lesbarkeit
der Workflows erheblich reduzieren würden. Weiterhin hat dieser Ansatz den Nachteil,
dass er nicht alle in dieser Arbeit betrachteten Anpassungsmöglichkeiten (siehe Unterab-
schnitt 5.4.1.1) berücksichtigt. Es werden lediglich alternative Anpassungsmöglichkeiten
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betrachtet. Wie in Unterabschnitt 5.2.1.2 beschrieben, ist dies jedoch nicht ausreichend.
Es bestünde zwar die Möglichkeit dieses Problem zu umgehen, indem man sämtliche
Ausführungskombinationen aller möglichen einzufügenden Aktivitäten in allen mögli-
chen Varianten alternativ und kontextsensitiv in den Workflow einfügt, diesen würde
jedoch wiederum die Lesbarkeit und Verständlichkeit des Workflows um ein Vielfaches
einschränken.
Weiterhin erfolgt bei Ansätzen der Klasse 2 keine Betrachtung zustandsbezogener Ein-
schränkungen. Dies ist auch nicht notwendig, da bereits die möglichen Aktivitäten in den
Workflow integriert wurden. Durch die, in das Workflow-Modell integrierte Anpas-
sungslogik, wird zudem die Verwaltung der notwendigen Anpassungen erschwert. Aus-
nahme bildet hier der Ansatz aus [CSCC07] und das CAWE Framework, welches eine
externe Abbildung von Kontextinformationen auf Implementierungen vorsieht.
Auch Ansätze der Klasse 1 könnten indirekt zur kontextsensitiven Auswahl und Ausfüh-
rung von Aktivitäten zur Laufzeit verwendet werden. Dazu müsste zunächst zu jeder
Kontextinformation, die eine Anpassung des Workflows erfordert, ein eigener Workflow
modelliert werden. Daraufhin kann beim Auftreten einer solchen Kontextinformation
während der Ausführung eines betroffenen Workflows, dieser durch den Workflow er-
setzt werden, der zu der eingetroffenen Kontextinformation erstellt wurde. Zusätzlich
müsste der Zustand des vorherigen Workflows in den neuen Workflow übertragen wer-
den. Dieser Ansatz ist nur mit erheblichem Mehraufwand und vielen redundanten
Workflows umsetzbar. Zudem ermöglicht er keinerlei strukturelle Anpassungen und er-
fordert einen überdurchschnittlich hohen Verwaltungsaufwand.
Eine abschließende Bewertung aller zuvor vorgestellten kontextsensitiven Workflow-
Ansätze erfolgt in Tabelle 4-1 anhand der in Unterabschnitt 3.2.1 spezifizierten Anforde-










































Anf. 1 (Strukturelle Anpassung) o - - - - x
Anf. 2 (Validierung nach
              Aktivitätsabhängigkeiten)
- - - - - o
Anf. 3 (Validierung nach zustands-
              bezogenen Einschränkungen)
- - - - - o
Anf. 4 (Syntaktische Validierung) o o o o o o
Anf. 5 (Automatische Berechnung
              valider Anpassungsmögl.)
o - - - - -
Anf. 6 (Anbindung bestehender
              Kontextdienste)
o o x x - -










































Anf. 7 (Anbindung bestehender
              adaptiver WfMS)
- - o - o -
Anf. 8 (Einfache Verwaltung) o - o o - o
Anf. 9 (Vermeidung unnötiger
              Modellerweiterungen)
o - - - - o
Tabelle 4-1: Vergleich der verwandten Arbeiten und der Anforderungen aus Unterabschnitt 3.1.1
(„x“ = wird unterstützt,  „o“ = wird teilweise unterstützt,  „-“ = wird nicht unterstützt)
4.2 Exception Handling in Workflows
In diesem Abschnitt werden Ansätze zur Behandlung von Exceptions in Workflows vor-
gestellt und anhand der Anforderung aus Abschnitt 3.2 bewertet. Workflow-Exceptions
sind vergleichbar mit den in dieser Arbeit betrachteten Kontextinformationen. Ähnlich
wie diese, erfordert ihr Auftreten die Anpassung der betroffenen Workflows, um deren
weitere Ausführungsmöglichkeit zu gewährleisten. Workflow-Exceptions repräsentieren
Abweichungen von dem „idealen Workflow“, die durch Fehler, Ausfälle, Ressourcen
bzw. Anforderungsveränderungen etc. ausgelöst werden [KD00]. Sie werden mit Hilfe
sogenannter Exception Handling Primitive behandelt. Da in der Literatur bereits eine
Vielzahl von Ansätzen zur Behandlung von Exceptions in Workflows existiert [CCPP99],
werden im Folgenden nur die relevantesten Ansätze vorgestellt und bewertet. Alle weite-
ren Ansätze grenzen sich nicht grundlegend von diesen ab.
4.2.1 WIDE
In dem Projekt WIDE [CCPP99] wurde Chimera-Exc, eine auf Event-Condition-Action
(ECA) Regeln basierte Sprache zur Spezifikation und Behandlung von Exceptions in
WfMS entwickelt. Hauptbestandteile der Sprache sind:
Events Events spezifizieren die Auslöser von ECA-Regeln und
damit die eigentlichen Exception-Typen.
Conditions Conditions entsprechen boolschen Bedingungen. Die Eva-
luierung der Bedingungen wird durch ein Event ausgelöst. Nur
wenn das Ergebnis der Evaluierung wahr ist, wird die zugehörige
Action der ECA-Regel ausgeführt.
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Action Actions spezifizieren den eigentlichen Prozess zur Behand-
lung der Exceptions.
Chimera-Exc unterstützt vier Kategorien von Events: data-manipulation-events zur  An-
passung von Daten, external-events zur Behandlung von Exceptions, die von externen
Anwendungen ausgelöst wurden, temporal-events und workflow-events zur Überwachung
von Aktivitäten. Zur Spezifikation von Actions stellt Chimera-Exc unter anderem Primi-
tive zur Erstellung, Modifikation und Löschung von Datenobjekten bereit. Weiterhin
werden Primitive zum Abbrechen, Neustarten und Zurücksetzen von Aktivitäten unter-
stützt. Zur Ausführung von Chimera-Exc-Regeln verwenden die Autoren das FORO Ac-
tive  Rule  (FAR)  System,  das  auf  dem FORO WfMS aufbaut  [GPS99].  Die  Architektur
des Systems ist in Abbildung 4-5 dargestellt.
Abbildung 4-5: FAR Architektur (aus [CCPP99])
Das FAR System interagiert über ein transparentes Interface mit dem FORO WfMS. Von
diesem oder von externen Applikationen empfängt das FAR System Events, und berech-
net aus diesen mit Hilfe des Compilers, Time Managers und Schedulers die notwendigen
Actions. Zur Ausführung der Actions ruft der Interpreter die von dem FORO WfMS oder
der Datenbank bereitgestellten Action Primitive auf. Ähnliche regelbasierte Ansätze wer-
den in [MGR07, MS93] und [GmB96] vorgestellt.
Die Aufgaben der FAR Architektur sind vergleichbar mit denen der Adaptionsschicht.
Sie ermittelt auf Basis von Events notwendige Actions, wie die Adaptionsschicht Anpas-
sungsmöglichkeiten auf Basis von Kontextinformationen ermittelt. Kontextinformationen
sind vergleichbar mit den von Chimera-Exc unterstützten external-events. Wie auch für
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die Adaptionsschicht gefordert, kapselt die FAR-Architektur die Exception Handling
Logik bzw. Anpassungslogik in einer separaten Schicht und erreicht dadurch eine einfa-
chere Verwaltung der Regeln. Zudem werden so unnötige Modellerweiterungen des
FORO Workflow-Modells vermieden. Im Vergleich zur Adaptionsschicht werden von
Chimera-Exc jedoch nur Primitive zur Anpassung von Daten und klassische Exception
Handling Primitive wie beispielsweise zum Zurücksetzen, Wiederausführen und Abbre-
chen von Aktivitäten unterstützt. Strukturelle Anpassungen am Workflow sind nicht vor-
gesehen. Durch die Unterstützung unterschiedlicher Typen von Events ist das FAR Sys-
tem flexibler als die zu entwickelnde Adaptionsschicht, da es auf unterschiedliche Arten
von Veränderungen reagieren kann.
4.2.2 METEOR
Im dem Projekt METEOR [Koc00] wurde ein flexibles WfMS entwickelt. Zur Behand-
lung von Workflow-Exceptions sieht METEOR einen verschachtelten Exception-
Propagierungsmechanismus vor. Kann eine aufgetretene Exception nicht durch den loka-
len Exception Handler behoben werden, wird diese zu einem higher level Handler weiter-
geleitet. Kann dieser die Exception behandeln, ist der Behandlungsprozess beendet. Wenn
nicht, wird die Exception wieder an einen higher level Handler weitergereicht. Damit
basiert METEOR auf einer Hierarchie von Exception Handlern, an deren Spitze ein top
level Handler steht, der alle Formen der spezifizierten Exceptions erkennen kann. Ein
ähnlicher Ansatz wird in [HA98] verfolgt.
In [LSKA03] wird ein Case Based Reasoning (CBR) basierter Ansatz zur Konfliktauflö-
sung in unternehmensübergreifenden Workflows beschrieben. Dieser baut auf dem Ex-
ception Handling Ansatz von METEOR auf. Zu jeder Exception wird dabei ein Case
erstellt. Jeder Case enthält die drei Informationsblöcke Exception Information Block
(EIB), Context Information Block (CIB) und Action Information Block (AIB), wie in
Abbildung 4-6 an einem Beispiel dargestellt.
Der EIB dient der Beschreibung der Exception. Der CIB zeichnet Kontextinformationen
(hier meist Workflow-Anwendungsdaten) über die Exception auf. In dem AIB werden
Prozeduren zur Behandlung der Exception gespeichert. Tritt eine Exception (also ein
bestimmter  Case)  auf,  wird zunächst  überprüft,  ob bereits  ein gleicher  Case existiert.  In
diesem Fall können die in dem AIB beschriebenen Routinen zur Behandlung der Excep-
tion ausgeführt werden. Existiert kein gleicher Case, wird nach einem ähnlichen Case
gesucht (Case-Retrieval). Zur Ermittlung der Ähnlichkeit von Cases nutzt der Ansatz die
Last-Sequence-Distance-Function, die wiederum auf Informationen aus dem EIB und
CIB zugreift. Wurde ein ähnlicher Case gefunden, ist es oft notwendig, auch die zugehö-
rigen Prozeduren zur Behandlung der Exception anzupassen, da meist auch diese der
Notwendigen nur ähnlich sind. Die neue Behandlungsprozedur kann zusammen mit der
auftretenden Exception in einem neuen Case gespeichert werden. Die von METEOR
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unterstützten Exception Handling Primitive sind unter anderem: restart workflow instan-
ce, retry activity excution und choose alternative activity implementation.
Abbildung 4-6: Beispiel Case (aus [LSKA03])
Der CBR Ansatz kann jedoch nur zur Propagierung von Exceptions und zum Auffinden
geeigneter Anpassungsprozeduren verwendet werden. Die eigentliche Anpassung wird
durch das WfMS ausgeführt. Dabei werden von METEOR jedoch keine strukturellen
Anpassungsoperationen unterstützt. Die Verwaltung der Cases erfolgt durch einen zentra-
len, von der Workflow-Anwendung getrennten, Exception Handling Koordinator. Da-
durch wird eine einfachere Verwaltung der Cases erreicht. Durch die Verwendung eines
CBR Ansatzes ist es zudem möglich auf Exceptions (Cases) zu reagieren, die in der Form
zur Designzeit noch nicht berücksichtigt wurden. Damit ist der Ansatz speziell für dyna-
mische Umgebungen geeignet, in dem die auftretenden Exceptions nicht genau vorherge-
sagt werden können.
4.2.3 ROMA
Innerhalb des Forschungsprojekts ROMA10 wird ein Knowledge-Base basierter Ansatz
zur Behandlung von Workflow-Exceptions entwickelt [KD00]. Jede Exception ist mit
einem Knowledge-Base Eintrag verbunden. Knowledge Base Einträge bestehen dabei aus
einem Exception-Typ, einer Beschreibung, wann eine Exception kritisch ist, einem Ex-
10 ROMA Homepage: http://ccs.mit.edu/roma/
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ception-Erkennungsprozess und einem zugehörigen Behandlungsprozess. Der Ablauf zur
Erkennung und Behandlung von Exceptions wird in Abbildung 4-7 illustriert.
Abbildung 4-7: Exception Handling Prozess (aus [KD00])
Zur Designzeit müssen zunächst zu einem existierenden Workflow-Modell alle Formen
von Exceptions, die während der Ausführung des zugehörigen Workflows auftreten kön-
nen, ermittelt werden. Dazu wird das Workflow-Modell um Exception Types erweitert.
Tritt während der Ausführung des Workflows eine Exception auf, wird diese mit Hilfe
des Exception-Erkennungsprozesses erkannt und einem bestimmten Exception Type zu-
geordnet. Dieser Schritt geschieht nicht automatisch, sondern erfordert menschliches
Eingreifen. Die Knowledge Base unterstützt lediglich den Nutzer bei der Ermittlung des
Exception Types. Wurde festgestellt, um welchen Exception Type es sich handelt, kann
über den zugehörigen Knowledge Base Eintrag der notwendige Behandlungsprozess zur
Behandlung der Exception ermittelt werden. Von dem Ansatz werden ca. 300 Typen von
Behandlungsprozessen unterstützt, die jedoch manuell ausgeführt werden müssen.
Der in [KD00] vorgestellte Ansatz sieht lediglich die Erkennung von Workflow Excepti-
ons und die Ermittlung notwendiger Behandlungsprozesse auf Basis einer Knowledge
Base vor. Bei den in der Knowledge Base spezifizierten Behandlungsprozessen handelt es
sich jedoch nur um textuelle Vorschläge, die manuell ausgeführt werden müssen. Eine
automatische Berechnung der Möglichkeiten zum Ausführen der Prozeduren, ausgelöst
durch eine Exception, ist nicht möglich.
4.2.4 Bewertung
Neben den zuvor beschriebenen Ansätzen existiert noch eine Vielzahl weiterer Ansätze
zur Behandlung von Exceptions in Workflows [Cug98, JK97, AAA+96, KR98]. Diese
verfolgen jedoch alle ein ähnliches Muster zur Behandlung von Exceptions. In einer ers-
ten Phase (Exception-Erkennung) erfolgt zunächst die Erkennung der Exception sowie
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deren Zuordnung zu einem bekannten Exception-Type. In der zweiten Phase (Exception-
Propagierung) wird die Exception an einen geeigneten Exception Handler, beispielsweise
mit Hilfe von Case Based Reasoning, weitergeleitet. In der letzten Phase (Exception-
Behandlung) erfolgt die Ausführung der eigentlichen Behandlungslogik zur Behebung
der Exception durch den Handler. Dazu greifen die Handler auf eine Vielzahl von Excep-
tion Handling Primitiven zurück.
Damit ähnelt der Vorgang zur Behandlung von Exceptions dem in dieser Arbeit beschrie-
benen Vorgang zur Berechnung valider Anpassungsmöglichkeiten auf Basis von Kontext-
informationen [WKNL07]. Kontextinformationen müssen wie Exceptions erkannt und zu
einem Handler (der Adaptionsschicht) propagiert werden. Diese ermittelt daraufhin, wel-
che Anpassungen an den betroffenen Workflows vorgenommen werden müssen und wel-
che Möglichkeiten es gibt diese auszuführen. In folgenden Punkten unterscheiden sich
diese Ansätze jedoch grundlegend.
Exception Handling Primitive
Im Vergleich zur Adaptionsschicht sehen die Exception-Handler keine geeigneten Primi-
tive zur strukturellen Anpassung von Workflows vor. Klassische Exception Handling
Primitive konzentrieren sich auf Operationen zur Kompensation, zum Überspringen, zum
Ignorieren sowie zum Anhalten und zur Wiederausführung von Aktivitäten [HTS06].
Damit ist es nicht möglich, auf deren Basis geeignet alle validen strukturellen Anpas-
sungsmöglichkeiten zu berechnen, wie es in dieser Arbeit gefordert ist.
Berücksichtigung von Einschränkungen
Bei der Ausführung von Primitiven wie beispielsweise zum Zurücksetzen oder Wieder-
ausführen von Aktivitäten, müssen Exception Handler den Ausführungszustand der be-
troffenen Aktivität beachten. Die Berücksichtigung zustandsbezogener Einschränkungen
im Sinne von Anforderung 3 (Validierung nach zustandsbezogenen Einschränkungen)
erfolgt jedoch nicht. Auch werden bei der Ausführung der Primitive keine Aktivitätsab-
hängigkeiten berücksichtigt. Das ist bei diesen Ansätzen auch nicht notwendig, da die
Struktur des Workflows nicht angepasst wird.
Eine abschließende Evaluierung der vorgestellten Ansätze aus dem Bereich Exception-
Handling erfolgt in Tabelle 4-2 anhand der in Abschnitt 3.2 beschriebenen Anforderun-
gen.











Anf. 1 (Strukturelle Anpassung) - - -
Anf. 2 (Validierung nach Aktivitätsabhängigkeiten) - - -
Anf. 3 (Validierung nach zustandsbezogenen
              Einschränkungen)
o - -
Anf. 4 (Syntaktische Validierung) o o o
Anf. 5 (Automatische Berechnung valider
              Anpassungsmöglichkeiten)
o - o
Anf. 6 (Anbindung bestehender Kontextdienste) - - -
Anf. 7 (Anbindung bestehender adaptiver WfMS) - - -
Anf. 8 (Einfache Verwaltung) x x x
Anf. 9 (Vermeidung unnötiger Modellerweiterungen) x x o
Tabelle 4-2: Tabellarischer Vergleich der verwandten Arbeiten und der Anforderungen aus Ab-
schnitt 3.2 („x“ = wird unterstützt, „o“ = wird teilweise unterstützt, „-“ = wird nicht unterstützt)
4.3 Workflow-Validierung
Laut Anforderung 2 (Validierung nach Aktivitätsabhängigkeiten) und Anforderung 3
(Validierung nach zustandsbezogenen Einschränkungen) müssen zur Berechnung seman-
tisch valider Anpassungsmöglichkeiten von der Adaptionsschicht die Validierung von
Workflows nach Aktivitätsabhängigkeiten und zustandsbezogenen Einschränkungen un-
terstützt werden. Nach Anforderung 4 (Syntaktische Validierung) muss sie zur Sicherstel-
lung der Praktikabilität der Anpassung zudem deren syntaktische Korrektheit sicherstel-
len. Dazu soll sie auf bestehende Ansätze zugreifen. Daher wird in Unterabschnitt 4.3.1
zunächst der aktuelle Stand der Forschung bezüglich der syntaktischen Validierung von
Workflows beschrieben. In den Unterabschnitten 4.3.2 bis 4.3.5 werden daraufhin Ansät-
ze zur semantischen Validierung von Workflows vorgestellt und bewertet. Die Bewertung
dieser Ansätze erfolgt darin inwieweit sie in der Lage sind, Workflows nach den in Un-
terabschnitt 5.2.1.2 vorgestellten Typen von Aktivitätsabhängigkeiten und die in Unterab-
schnitt 5.2.4 vorgestellten Typen von zustandsbezogenen Einschränkungen zu validieren.
Der Fokus dieses Abschnittes liegt auf Ansätzen zur semantischen und syntaktischen
Validierung von Workflows. Es existiert auch eine Vielzahl von Arbeiten zur Validierung
von Workflows nach Datenflusseinschränkungen [AF08, AAA+96, SABS02, PCH04,
KAS04]. Da diese Arbeit sich jedoch auf die strukturelle Anpassung von Workflows kon-
zentriert (siehe Anforderung 1), werden diese Ansätze nicht näher untersucht.
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4.3.1 Syntaktische Validierung von Workflows
Der Großteil der vorhandenen Ansätze zur Workflow-Validierung beschränkt sich auf die
Feststellung der syntaktischen Korrektheit von Workflows [Wes01, RRD04, Wes98,
vdA00, LRD06]. Die syntaktische Korrektheit von Workflows kann ohne Wissen über
deren Bedeutung bzw. der Bedeutung ihrer Aktivitäten festgestellt werden. Sie wird auf
Basis der syntaktischen Einschränkungen, die zu einer Workflow-Sprache spezifiziert
wurden, durchgeführt. Damit bezieht sie sich auf die minimalen Anforderungen, die
Workflows erfüllen müssen, damit sie aus technischer Sicht in der Lage sind ausgeführt
werden zu können [vdABV+99]. Abhängig von den syntaktischen Einschränkungen kann
so beispielsweise überprüft werden, ob jeder Workflow-Knoten über die vorgeschriebene
Anzahl von ein- bzw. ausgehenden Kanten verfügt, ob jeder Workflow-Knoten auch mit
dem Workflow verbunden ist oder ob der Workflow über genau einen Start- und einen
Endknoten verfügt. Diese grundlegenden Überprüfungen werden vom Großteil der exis-
tierenden Editoren zur Erstellung von Workflow-Modellen unterstützt [RRD03]. Die
syntaktische Korrektheit von Workflows bezieht sich jedoch nicht nur auf deren Struktur,
sondern auch auf deren dynamisches Verhalten [vdABV+99]. So können mittels der syn-
taktischen Validierung auch potenzielle Deadlocks und Livelocks innerhalb von
Workflows erkannt werden. Diese entstehen beispielsweise, wenn zwei Aktivitäten je-
weils auf die Ausführung der anderen warten. Der Großteil bestehender Ansätze zur syn-
taktischen Validierung von Workflows basiert auf den weitverbreiteten Petri Netzen bzw.
Wf-Netzen (siehe Unterabschnitt 2.2.2). In [Jen92, Mur89, SV89] werden beispielsweise
Ansätze zur Feststellung von Deadlocks und Stellen-Invarianten (nicht erreichbare Stel-
len) sowie der Persistenz in Petri Netzen vorgestellt. Zu den relevantesten Validierungs-
ansätzen für Petri Netze bzw. Wf-Netze gehören Ansätze zur Überprüfung ihrer Sound-
ness Eigenschaft [vdA00]. Ein Netz ist sound, wenn von jeder Transition aus der Endzu-
stand des Netzes erreicht werden kann und es keine toten Transitionen gibt. Übertragen
auf einen ausführbaren Workflow bedeutet dies, dass jede Aktivität des Workflows er-
reicht und damit ausgeführt werden kann, dass die Ausführung des Workflows in jedem
Fall beendet werden kann und dass der Workflow über keine potenziellen Deadlocks
verfügt. Die Gewährleistung dieser Eigenschaft ist für die Sicherstellung der Praktikabili-
tät eines Workflows wesentlich [vdA97].
4.3.2 Ansätze auf Basis temporaler Logiken
Der Großteil der Ansätze zur semantischen Analyse von Workflows basiert auf tempora-
ler Logik wie der Liner Temporal Logic (LTL) und der Computation Tree Logic (CTL).
Im Vergleich zu klassischen Logiken wie z. B. der Aussagen- oder Prädikatenlogik er-
folgt bei temporalen Logiken die Betrachtung der Aussagen unter Berücksichtigung eines
bestimmten Zeitpunktes bzw. Zustands. Die Grundlage jeder temporalen Logik bildet ein
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semantisches Modell ? in Form eines Zustandsautomaten oder Baumes, wie in Abbil-
dung 4-8 beispielhaft dargestellt.
Abbildung 4-8: Semantisches Modell einer temporalen Logik
Ziel ist es jeweils mit Hilfe eines Model-Checkers zu zeigen, dass eine in LTL bzw. CTL
spezifizierte Formel ? gegenüber einem Modell M erfüllt bzw. wahr ist. In LTL werden
dabei Aussagen über Pfade des Modells (Baum oder Automat) und deren Eigenschaften
gemacht. Pfade bestehen aus einer Menge von linear zueinander angeordneten Zuständen.
Sie werden somit stets in einer eindeutigen Reihenfolge ausgeführt. In CTL hingegen
werden Aussagen nicht über Pfade sondern den gesamten Baum getroffen. Da die Spezi-
fikation von LTL bzw. CTL Formeln mitunter sehr aufwendig sein kann, existieren viele
Ansätze für Sprachen zur graphischen Notation dieser Formeln [DBRV95, BDSV05,
RCZ02].
4.3.2.1 Systeme zur Validierung von Workflows auf Basis temporaler Logik
In [FESVDS07] werden Einschränkungen auf Basis von sogenannten Process Pattern
spezifiziert. Für jeden Einschränkungstyp existiert ein Pattern, aus dem eine konkrete
Einschränkung (durch Initialisierung der Variablen) abgeleitet werden kann. Abbildung
4-9 zeigt zwei Beispiele für Pattern in Form von erweiterten UML-Aktivitätsdiagrammen
[FESVDS07].
Abbildung 4-9: Process Pattern (nach [FESVDS07])
Das erste Pattern beschreibt, dass die Aktivität A stets vor Aktivität B ausgeführt werden
muss. Dabei kann zwischen A und B eine beliebige Menge von Aktivitäten ausgeführt
werden. Das zweite Pattern beschreibt, dass die Aktivität A direkt vor der Aktivität B
ausgeführt werden muss. Eine Übersicht aller unterstützten Pattern ist in [FES05] und
[FESVDS06] zu finden. Zur Validierung von Workflows gegen Pattern werden diese
zunächst in LTL Formeln transformiert. Für jedes Pattern existiert demnach eine LTL
Formel. Die zu validierenden Workflows werden in Form eines Labeled Transition Sys-
tems (LTS) modelliert. Das LTS entspricht damit dem semantischen Modell, gegen das
innerhalb einer LTL validiert wird. Auf Basis vorhandener Model Checker ist es jetzt
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möglich, die LTL Formeln gegen das LTS zu validieren und somit festzustellen, ob der
Workflow valide gegenüber einer Menge von Einschränkungen ist.
Das Ziel in [LMX07] ist die Validierung von Geschäftsprozessen gegen temporale Ab-
hängigkeiten auf Basis von LTL. Der Validierungsprozess besteht aus den 6 in Abbildung
4-10 dargestellten Schritten.
Abbildung 4-10: LTL basierter Validierungsprozess (aus [LMX07])
In Schritt 1 und 2 werden zunächst der Geschäftsprozess in BPEL und die zu berücksich-
tigenden temporalen Abhängigkeiten in BPSL (Business Property Specification Langua-
ge) [XLW08] modelliert. BPEL ist im Anwenderbereich eine weit verbreitete ausführbare
Workflow-Sprache, zu der zahlreiche Werkzeuge existieren. BPSL ist eine graphische
Sprache zur Spezifikation von Einschränkungen über BPEL-Prozesse. Sowohl BPEL, als
auch BPSL, wurde verwendet, um den Ansatz einer großen Menge von Anwendern, zu
denen auch IT-unerfahrene Personen gehören, zugänglich zu machen. In den Schritten 3
und 4 werden die BPEL Geschäftsprozesse über das ?-Kalkül in einen endlichen Zu-
standsautomaten (wie er innerhalb einer LTL benötigt wird) transformiert. In Schritt 5
erfolgt die Transformation der BPSL Regeln in LTL Formeln. Laut [LMX07] ist es auch
möglich die BPSL Regeln in CTL Formeln zu transformieren, jedoch ist man wie Varid
in [Var01] der Auffassung, dass ein auf Bäumen basierter Ansatz von CTL nicht intuitiv
ist und nicht wie LTL compositional reasoning [Mcm99] unterstützt. In dem letzten
Schritt erfolgt die Validierung des Zustandsautomaten gegen die LTL Formeln unter Zu-
hilfenahme eines Model Checkers. Auf die Mächtigkeit von BPSL und somit die tempo-
ralen Abhängigkeiten, gegen die der Zustandsautomat validiert werden kann, wird in der
Arbeit nicht eingegangen. Beispielhaft werden nur zwei temporale Abhängigkeiten er-
wähnt, deren Typen den in Unterabschnitt 5.2.1.2 vorgestellten Aktivitätsabhängigkeits-
typen serialBefore und require entsprechen.
In [YL07] wird ein weiterer LTL basierter Ansatz zur Validierung von Workflows ge-
genüber temporalen Abhängigkeiten vorgestellt. Die Spezifikation des Workflows und
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ist  eine  binäre  Gruppe  (WF,TS),  wobei  WF  ein  klassisches  Wf-Netz  ist  und  TS  eine
Menge von LTL Formeln, die die zu berücksichtigenden Abhängigkeiten repräsentieren.
Jede Formel ist dabei über einen logischen Operator oder einen temporalen Operator ver-
bunden. Zur Validierung des LTL-WF Workflows ? wird das Modell WF von ? zu-
nächst in ein Promela Modell [MLSH98] transformiert. Promela ist eine LTL basierte
Verifikationssprache, die hauptsächlich zur Modellierung von Kommunikationsprotokol-
len verwendet wird. Nach der Transformation wird mit Hilfe des Model Checkers Spin
[Hol97] das Promela Modell gegen die LTL Formal TS in? validiert.
4.3.2.2 Bewertung
Alle zuvor vorgestellten Ansätze zur Analyse von Workflows auf Basis von LTL oder
CTL verfolgen ein ähnliches Schema. Zunächst transformieren sie den Workflow in einen
Baum bzw. Zustandsautomaten, in dem alle Zustände Aktivitäten entsprechen. Daraufhin
validieren sie diesen gegen eine Menge von LTL bzw. CTL Formeln (temporalen Abhän-
gigkeiten) mit Hilfe eines Model Checkers. Dabei nutzen sie größtenteils nicht die volle
Ausdrucksstärke von LTL bzw. CTL aus. Wie in Anhang I gezeigt, können auf Basis von
LTL Formeln Workflows theoretisch gegen alle in Unterabschnitt 5.2.1.2 vorgestellten
Typen von Aktivitätsabhängigkeiten, außer concurrent,  validiert  werden.  Der  Typ
concurrent verlangt die nebenläufige Ausführung von zwei Aktivitäten. Nach diesem
kann ein Workflow auf Basis einer LTL Formel nicht validiert werden, da in LTL nur
Aussagen über Sequenzen von Zuständen (Aktivitäten) getroffen werden können. Somit
können keine Aussagen über nebenläufige Zustände und die nebenläufige Ausführung
von Aktivitäten getroffen werden. Zudem kann innerhalb der betrachteten Zustandsauto-
maten immer nur genau ein Zustand aktiv sein. Ähnliches gilt für CTL basierte Ansätze.
Damit kann auf Basis von LTL bzw. CTL nur ein Teil der in Unterabschnitt 5.2.1.2 be-
schriebenen Typen von Aktivitätsabhängigkeiten adressiert werden. Weiterhin können
auf Basis von temporalen Logiken keine Einschränkungen über den Ausführungszustand
des Workflows im Sinne von Anforderung 3 (Validierung nach zustandsbezogenen Ein-
schränkungen) spezifiziert werden. Damit sind sie zur Validierung von Workflows nach
zustandsbezogenen Einschränkungen nicht geeignet.
Wie bereits erwähnt, müssen Workflows zur Validierung gegen LTL bzw. CTL Formeln
in einen Zustandsautomaten bzw. einen Baum transformiert werden. Dies bedeutet einen
zusätzlich notwendigen Schritt und kann abhängig von der Sprache, in der der Workflow
modelliert wurde, sehr aufwendig und zeitintensiv sein [GK07].
Ein wesentlicher Vorteil der zuvor vorgestellten Ansätze ist jedoch, dass sie mit LTL
bzw. CTL auf bereits existierende und bekannte formale Spezifikationen zugreifen. Zu-
dem können sie durch die Möglichkeit LTL bzw. CTL Formeln zu verschachteln wesent-
lich komplexere Aktivitätsabhängigkeiten berücksichtigen. Diese Komplexität der Aktivi-
tätsabhängigkeiten wird von der Adaptionsschicht jedoch nicht benötigt (siehe Unterab-
schnitt 5.2.3 und 7.3.1)
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4.3.3 Workflow-Planer
Eine weitere Gruppe von Ansätzen zur semantischen Validierung von Workflows bilden
die Workflow-Planer (engl. workflow scheduler) [DKRR98, GMS06]. Ziel von
Workflow-Planer ist es, aus einem formal spezifizierten Workflow-Modell und einer
formal spezifizierten Menge an Einschränkungen diejenigen Workflow-Ausführungen
aus dem eingelesenen Modell zu ermitteln, die valide gegenüber den Einschränkungen
sind.
4.3.3.1 Ansätze zur Validierung von Workflows auf Basis von Workflow-Planer
In [DKRR98] wird ein auf CTR (Concurrent Transaction Logic) basierendes Framework
zur Spezifikation, Analyse und Ausführung von Workflows vorgestellt. Zur Analyse von
Workflows stellt das Framework die Transformationsprozedur Apply bereit, welche ei-
nem Workflow-Planer entspricht. Die Spezifikation der Workflows erfolgt in CTR in
Form von sogenannten Horn-Goals. Abbildung 4-8 zeigt beispielhaft, wie ein in
[DKRR98] als Kontrollflussgraph modellierter Workflow (links) in Form eines Horn-
Goals (rechts) spezifiziert werden kann.
Workflow-Aktivitäten werden in Form von Ereignissen spezifiziert. Über die Menge der
Ereignisse?? kann mit Hilfe von CTR eine Menge ? an temporalen Abhängigkeiten spezi-
fiziert werden. Einschränkungen, die den in Unterabschnitt 5.2.1.2 vorgestellten Aktivi-
tätsabhängigkeitstypen directSerialBefore und directSerialAfter entsprechen, können
jedoch nicht spezifiziert werden.
Abbildung 4-11: Darstellung eines Workflows in Form eines Kontrollflussgraphen (links) und
eines Horn-Goals (rechts) (nach [DKRR98])
Apply liest ein Horn-Goal sowie eine Menge von Einschränkungen ein und berechnet
wiederum ein Horn-Goal, welches alle diejenigen Workflow-Ausführungen des Aus-
gangs-Horn-Goals enthält, die valide gegenüber den eingelesenen Einschränkungen sind.
Das Ziel von [GMS06] ist es, zu überprüfen, ob Geschäftsprozesse valide gegenüber Ge-
schäftsverträgen sind. Ein Geschäftsvertrag entspricht dabei einer Menge von Einschrän-
kungen. Ähnlich wie in [DKRR98] wird dazu ein logikbasierter Scheduler-Ansatz vorge-
stellt, der aus einem Workflow und einem Vertrag alle diejenigen Workflow-
Ausführungen ermittelt, welche valide gegenüber dem Vertrag sind. Neben der Berech-
nung valider (idealer) Ausführungen, unterstützt der Ansatz auch die Berechnung sub-
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idealer Ausführungen. Dies sind Ausführungen, welche zwar valide gegenüber dem Ver-
trag sind, jedoch eine schlechte Performance aufweisen. Die Verträge in [GMS06] beste-
hen aus einer Menge von Geschäftsregeln (Einschränkungen) und werden auf Basis der
Formal Contract Language (FCL) [MLSH98] über Ereignisse beschrieben. Die Regeln
?? : Service ? QualityOfService und
?? : ¬QualityOfService ? Replace3Days
besagen beispielweise, dass, wenn ein Service erbracht werden muss, die Einhaltung der
Quality of Service Vereinbarungen sichergestellt werden muss (??). Ist dies nicht möglich,
muss der Service innerhalb von drei Tagen ersetzt werden (??).
Zur Erkennung von Schleifen, Deadlocks oder Inkonsistenzen werden die FCL Regeln
vor dem Scheduling normalisiert. Workflows werden in Form von Event Pattern, die
beispielsweise aus einem BPMN Prozess abgeleitet werden können, modelliert. Aus den
Event Pattern und Verträgen können daraufhin mit Hilfe einer neu entwickelten Semantik
ideale bzw. sub-ideale Workflow-Ausführungen ermittelt werden. In [LSG07] erfolgt die
Beschreibung einer Erweiterung dieses Ansatzes um eine Methode zur quantitativen
Messung des Grades der Übereinstimmung des Workflows gegenüber der FCL Regeln.
In [PSvdA07] wird das prototypische WfMS DECLARE vorgestellt. DECLARE basiert
auf einem Workflow-Scheduler, der zur Laufzeit valide Workflow-Ausführungen berech-
net. Im Gegensatz zu gängigen Schedulern erhält dieser als Input lediglich ein in ConDec
[PvdA06] spezifiziertes Workflow-Modell. Die Besonderheit dieses Modells liegt darin,
dass es nicht in Form von Prozessgraphen modelliert wird. Vielmehr besteht ein ConDec
Modell aus einer Menge von Aktivitäten und einer Menge von Einschränkungen zwi-
schen diesen Aktivitäten. Basierend auf den Einschränkungen ermittelt DECLARE zur
Laufzeit, abhängig von den zuvor ausgeführten Aktivitäten, welche Aktivitäten als nächs-
tes ausgeführt werden können. Mit Hilfe von ConDec können drei Klassen von Ein-
schränkungen beschrieben werden: Existenz, Relation und Negation. Einschränkungen
der Klasse Existenz beschreiben beispielsweise, dass, wenn eine Aktivität ? ausgeführt
wird, auch eine Aktivität ?? ausgeführt werden muss. Einschränkungen der Klasse Relati-
on beschreiben Abhängigkeiten, die die Ausführungsreihenfolge von Aktivitäten betrifft.
Sie beschreiben beispielsweise, dass eine Aktivität ? stets vor einer Aktivität ?? ausge-
führt werden muss. Einschränkungen der Klasse Negation beschreiben Abhängigkeiten,
welche den wechselseitigen Ausschluss von Aktivitäten betrifft. Damit adressiert
DECLARE die in Unterabschnitt 5.2.1.2 beschriebenen Aktivitätsabhängigkeitstypen
serialBefore, serialAfter, require und mutualExclusion. Abhängigkeiten vom Typ direct-
SerialBefore, directSerialAfter sowie concurrent werden nicht unterstützt.
STAND DER FORSCHUNG 61
4.3.3.2 Bewertung
Der Fokus von Workflow-Planer liegt auf der Berechnung von validen Workflow-
Ausführungen auf Basis von temporalen Einschränkungen. Auch wenn sie dies, wie
DECLARE, teilweise zur Laufzeit tun, berücksichtigen sie keine zustandsbezogenen Ein-
schränkungen in Sinne von Anforderung 3 (Validierung nach zustandsbezogenen Ein-
schränkungen). Während Workflow-Planer ähnlich wie LTL bzw. CTL basierte Ansätze
die Spezifikation komplexerer (verschachtelter) Abhängigkeiten ermöglichen, berück-
sichtigen sie dennoch nur eine Teilmenge der in Unterabschnitt 5.2.1.2 beschriebenen
Typen von Aktivitätsabhängigkeiten. Damit sind sie als Grundlage für die Berechnung
der in dieser Arbeit betrachteten validen Anpassungsmöglichkeiten nicht geeignet.
4.3.4 Transaktionale Workflows
Orthogonal zu den zuvor vorgestellten Workflow-Planer Ansätzen existieren Workflow-
Planer Ansätze für transaktionale Workflows [Sin96a, Sin96b, ASSR93]. In transaktiona-
len Workflows entspricht ein Großteil der Aktivitäten (Datenbank-) Transaktionen. Wie
in Abbildung 4-12 beispielhaft dargestellt, gleichen Transaktionen dabei Zustandsauto-
maten. Der Übergang von einem Zustand in einen anderen wird über signifikante Ereig-
nisse ausgelöst, die das Ergebnis einer Operation innerhalb der Transkation sind (z. B.
starten, fehlschlagen oder übertragen).
Abbildung 4-12: Zustandsautomat einer Transition (aus [ASSR93])
Ziel von Workflow-Planer für transaktionale Workflows ist, aus einer Menge gegebener
Einschränkungen Workflow-Ausführungen zu ermitteln, die gegenüber den Einschrän-
kungen valide sind. Im Vergleich zu den im vorherigen Unterabschnitt vorgestellten An-
sätzen, entsprechen Einschränkungen temporalen Abhängigkeiten zwischen den Ereignis-
sen der Tasks. Durch die Einhaltung der Einschränkungen werden zwei grundsätzliche
Ziele verfolgt:
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(2) Ermittlung von Workflow-Ausführungen, die schnellstmöglich ausgeführt wer-
den können (unter Einhaltung der Konsistenz).
Aufgrund der komplexen Struktur und Heterogenität von Workflows im Vergleich zu
klassischen Transaktionen sind traditionelle Transaktionsmodelle nicht ausreichend in der
Lage, valide Ausführungen innerhalb von transaktionalen Workflows zu spezifizieren
[Sin96b]. Traditionelle Transaktionsmodelle konzentrieren sich meist auf die Einhaltung
von ACID (Atomarität, Konsistenz, Isoliertheit und Dauerhaftigkeit) Eigenschaften
[HR83], was jedoch innerhalb von transaktionalen Workflows zu restriktiv ist.
4.3.4.1 Ansätze zur Validierung von Workflows auf Basis von Workflow-Planer für
transaktionale Workflows
In [ASSR93] erfolgt die Modellierung der temporalen Abhängigkeiten zwischen Ereig-
nissen in Form von CTL Formeln. Dabei werden die in Unterabschnitt 5.2.1.2 vorgestell-
ten Aktivitätsabhängigkeitstypen serialBefore (in [ASSR93] notiert als „<“ ) und require
(in  [ASSR93]  notiert  als  „?“ ) unterstützt. Aus diesen Typen können durch
Konkatenation bzw. Verschachtelung komplexere zusammengesetzte Abhängigkeiten wie
beispielsweise
(abbrechen(task1) < beenden(task2))? abbrechen(task3)
erstellt werden. Diese Abhängigkeit drückt aus: Wenn die Ereignisse abbrechen(task1)
und beenden(task2) auftreten, dann muss (1) das Ereignis abbrechen(task1) vor dem Er-
eignis beenden(task2) und (2) das Ereignis abbrechen(task3) auftreten. Die in CTL For-
meln spezifizierten Abhängigkeiten werden daraufhin in Zustandsautomaten transfor-
miert, deren Pfade nur diejenigen Ausführungen enthalten, welche valide gegenüber der
Abhängigkeit sind, welche sie repräsentieren. Empfängt der entwickelte Scheduler eine
Anfrage zur Ausführung eines Ereignisses, fragt dieser zur Laufzeit zunächst bei jeden
relevanten Zustandsautomaten an, ob dieser die Ausführung des Ereignisses erlaubt. Ist
dies der Fall, veranlasst der Scheduler die Ausführung des empfangenen Ereignisses,
andererseits verschiebt er diese (wenn möglich) oder verbietet sie.
In [Sin96a] und [Sin96b] werden ähnliche Ansätze verfolgt. Jedoch erfolgt hier die Mo-
dellierung der temporalen Abhängigkeiten in Form einer auf der First-Order-Logic basie-
renden Ereignis-Algebra. Ein weiterer Unterschied besteht in der Menge der unterstützten
temporalen Abhängigkeitstypen. [Sin96a] und [Sin96b] unterstützen Aktivitätsabhängig-
keitstypen, welche vergleichbar mit den in Unterabschnitt 5.2.1.2 vorgestellten Typen
serialBefore, mutualExclusion und require sind. Wie in [ASSR93] auch, können komple-
xere Abhängigkeiten aus der Konkatenation bzw. Verschachtelung dieser Typen erstellt
werden.
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4.3.4.2 Bewertung
Zwar unterstützen Workflow-Planer für transaktionale Workflows teilweise die Ermitt-
lung valider Workflow-Ausführungen zur Laufzeit, die Berücksichtigung zustandsbezo-
gener Einschränkungen im Sinne von Anforderung 3 (Validierung nach zustandsbezoge-
nen Einschränkungen) wird jedoch nicht unterstützt. Zudem wird bei der Ermittlung der
Ausführungen lediglich eine Teilmenge der in Unterabschnitt 5.2.1.2 beschriebenen Ty-
pen von Aktivitätsabhängigkeiten unterstützt. Damit eignen sich diese Ansätze nicht zur
automatischen Berechnung semantisch valider Anpassungsmöglichkeiten unter der Be-
rücksichtigung der geforderten zustandsbezogenen Einschränkungen sowie Aktivitätsab-
hängigkeiten. Auch eine Erweiterung der Ansätze ist ohne größeren Aufwand nicht mög-
lich, da ihre zugrundeliegenden Formalismen die Spezifikation der betrachteten Zustände
nicht erlauben und eine Erweiterung der Sprachen zur Spezifikation der Abhängigkeiten
notwendig ist.
4.3.5 Weitere Ansätze
Im Folgenden werden weitere verwandte Arbeiten vorgestellt. Aufgrund ihrer geringen
Relevanz werden diese nur kurz beschrieben.
In [LRD06] und [LRD08] stellen die Autoren ein Framework zur semantischen Validie-
rung von Workflows nach temporalen Abhängigkeiten vor. Das Framework wird unab-
hängig von einer Workflow-Sprache spezifiziert und kann daher zur Validierung einer
Vielzahl bestehender Workflow-Ansätze verwendet werden. Neben dem Framework stel-
len die Autoren einen Entwurf für eine Architektur zur Umsetzung der Validierung vor.
Sie besteht unter anderem aus Komponenten zur Spezifikation und Verwaltung von tem-
poralen Abhängigkeiten sowie zur Validierung von Workflows nach temporalen Abhän-
gigkeiten. Das Framework unterstützt lediglich die Validierung nach drei der in Unterab-
schnitt 5.2.1.2 beschriebenen Typen von Aktivitätsabhängigkeiten. Da es auf die Validie-
rung von Workflows nach bzw. vor ihrer Anpassung fokussiert ist, unterstützt es nicht die
Modellierung von Zuständen und damit die Validierung nach zustandsbezogenen Ein-
schränkungen.
In [WHM08] und [Gru98b] wird ein formaler Ansatz zur semantischen Validierung von
Workflows auf Basis von Vor- und Nachbedingungen für Aktivitäten vorgestellt. Inspi-
riert von OWL-S und WISMO werden die Vor- bzw. Nachbedingungen durch Prädikate
einer domänenspezifischen Ontologie repräsentiert und Aktivitäten mit diesen annotiert.
In dem beschriebenen Anwendungsszenario hat die Aktivität ArrangeLogistics beispiels-
weise die Vorbedingung calculationPrepared und die Nachbedingung
shippmentApproved. Über den entwickelten Algorithmus kann nun ermittelt werden, ob
ein annotierter Workflow alle Vor- bzw. Nachbedingungen erfüllt und damit semantisch
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korrekt ist. Zusätzlich zu den Vor- und Nachbedingungen kann in der verwendeten Onto-
logie eine Menge von Axiomen definiert werden, deren Ausführung durch das Auftreten
einer Nachbedingung ausgelöst wird. So wird beispielsweise mit Hilfe des Axioms
??,?: ¬ shippmentAppoved(?, ?)? orderApproved(?)
folgendes definiert: Wenn das Versenden der Ware genehmigt ist, folgt daraus automa-
tisch, dass auch die zughörige Bestellung genehmigt ist. Die aus den Axiomen produzier-
ten Ereignisse (Prädikate) können wiederum als Vorbedingungen zur Ausführung weite-
rer Aktivitäten definiert werden. Mit Hilfe der Vor- und Nachbedingungen ist es möglich,
indirekt eine Teilmenge der in Unterabschnitt 5.2.1.2 vorgestellten Aktivitätsabhängigkei-
ten zu spezifizieren. So kann eine serialBefore Abhängigkeit zwischen zwei Aktivitäten ?
und ?? dadurch modelliert werden, dass ?? mit der Vorbedingung aCompleted annotiert
wird. Aktivitätsabhängigkeiten wie directSerialBefore oder require werden jedoch nicht
unterstützt. Zudem fokussiert der Ansatz auf die Validierung von Workflows vor deren
Ausführung und unterstützt damit nicht die Validierung nach zustandsbezogenen Ein-
schränkungen. Weitere Ansätze auf Basis von Vor- und Nachbedingungen werden in
[Mey07] und [NM02] vorgestellt. Ähnlich dem vorgestellten Ansatz unterstützen diese
jedoch nur eine Teilmenge der betrachteten Aktivitätsabhängigkeitstypen und sind auf die
Validierung von Workflows vor deren Ausführung beschränkt.
In [WM04, vdACRR06, GRMR+] werden Process Mining Ansätze zur Analyse bereits
ausgeführter Workflows vorgestellt. Diese Ansätze gehen davon aus, dass ihnen nicht das
ausgeführte Workflow-Modell, sondern lediglich ein Change-Log vorliegt. Change-Logs
werden von einem Großteil der existierenden Workflow-Management Systeme geführt.
Sie beinhalten alle wesentlichen Informationen über die Ausführung eines Workflows.
Dazu gehören beispielweise Informationen darüber, wann welche Aktivität gestartet oder
beendet wurde und von wem sie ausgeführt wurde. Das Ziel von Process Mining ist es
zunächst, aus einem Change-Log das entsprechende Workflow-Modell zu rekonstruieren.
Aus diesem Modell ist ersichtlich, auf welche Weise der Workflow ausgeführt wurde.
Nach der Rekonstruktion des Modells können mit Hilfe von Process Mining Ansätzen
Analysen über diesem Modell ausgeführt werden. Diese könnten beispielweise die Be-
wertung der Ausführung anhand domänenspezifischer Kriterien oder den Vergleich der
Ausführung mit bestimmten Vorgaben oder Richtlinien vorsehen. Auch wäre es grund-
sätzlich möglich, zu analysieren, ob eine gegebene Menge an temporalen Abhängigkeiten
während der Ausführung berücksichtigt wird. Darüber werden jedoch keine Aussagen
getroffen. Zudem ist Process Mining auf die Analyse bereits ausgeführter Workflows
fokussiert und nicht auf die von laufenden Workflows. Daher wird dieses Konzept als
orthogonal zu den in dieser Arbeit zu entwickelnden Ansätzen angesehen.
In [FPR06, CS03, ZAAM03] werden Ansätze zur Analyse von Web Service Choreogra-
phien und Web Service Kompositionen gegen semantische Einschränkungen vorgestellt.
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Dazu werden zunächst die verwendeten Choreographie- bzw. Kompositionssprachen um
semantische Informationen erweitert. In [FPR06] wird beispielsweise die Web Service
Kompositionssprache BPEL (Business Process Execution Language) um spezielle Pro-
perty-Tags zur Spezifikation von Web Service Eigenschaften, wie deren Antwortzeit oder
Kosten, erweitert. Zusätzlich werden mit Hilfe formaler Sprachen (z. B. CTL) Einschrän-
kungen über die Eigenschaften definiert. Zur Validierung der Workflows gegen diese
Eigenschaften werden die annotierten Modelle in eine formale Repräsentation transfor-
miert und ähnlich wie die in Unterabschnitt 4.3.2 vorgestellten Ansätze mit Hilfe eines
Model-Checkers gegen die Einschränkungen validiert. Dabei wird jedoch nur eine Teil-
menge der in Unterabschnitt 5.2.1.2 vorgestellten temporalen Abhängigkeiten unterstützt.
Zudem sind diese Ansätze nicht sprachenunabhängig, sondern auf eine Workflow-
Sprache wie BPEL fokussiert. Damit können sie nur zur Analyse einer begrenzten Menge
an Workflows verwendet werden.
4.4 Adaptive Workflow-Management Systeme
Wie in Abschnitt 1.3 beschrieben, soll die zu entwickelnde Adaptionsschicht zur Ausfüh-
rung der berechneten validen Anpassungsmöglichkeiten zur Laufzeit, auf bestehende
adaptive Workflow-Management Systeme (WfMS) zugreifen. Im Folgenden werden be-
stehende Arbeiten aus diesem Bereich vorgestellt.
4.4.1 Ansätze für adaptive Workflow-Management Systeme
Innerhalb des Forschungsprojektes ADEPT11 und des Nachfolgeprojektes ADEPT212
wurde das adaptive WfMS ADEPT [RRD03] entwickelt. ADEPT setzt einen Großteil der
aktuellen Forschungsergebnisse aus dem Bereich adaptive WfMS um und repräsentiert
damit die führende Arbeit in diesem Bereich. Trotz der noch anhaltenden Forschung an
diesem Projekt wurde ADEPT bereits in Form von AristaFlow13 produktisiert und ist
daher nicht mehr für Forschungszwecke frei verfügbar. ADEPT stellt eine hohe Band-
breite an Funktionalitäten bereit [DKR+95, BD00, RD98, RRD03], von denen an dieser
Stelle nur die, für diese Arbeit relevanten beschrieben werden:
11 Projekt-Homepage: http://www.uni-ulm.de/in/iui-dbis/forschung/projekte/archiv/adept1. html
12 Projekt-Homepage: http://www.uni-ulm.de/in/iui-dbis/forschung/projekte/adept2.html
13 Produkt-Homepage: http://www.aristaflow.com/
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Workflow-Modellierung
Workflows werden in ADEPT in Form eines gerichteten strukturierten Graphen, beste-
hend aus Knoten und Kanten repräsentiert. Kanten verbinden zwei Knoten miteinander,
wobei ein Knoten entweder eine Aktivität oder ein Kontrollflusselement ist. Es werden
die gängigen Kontrollflusselemente zur Modellierung von Sequenzen, alternativen und
nebenläufigen Verzweigungen sowie Schleifen unterstützt. Bei der Modellierung von
Workflows wird von ADEPT stets die Erreichbarkeit jedes Knotens von dem Startknoten
aus sowie die Erreichbarkeit des Endknotens von jedem erreichbaren Knoten aus über-
prüft. Zusätzlich werden weitere Konzepte, beispielsweise zur Synchronisation von lang-
laufenden nebenläufigen Ausführungen (sync edges) und zur Behandlung von Exceptions
(failure edges) bereitgestellt. Diese Konzepte verlangen die Erweiterung des Workflow-
Graphen um weitere Kontrollflusselemente.
Zustandsmodell
ADEPT basiert auf einem ausgeprägten Zustandsmodell. So kann jeder Knoten in
ADEPT die Zustände not_Activated, activated, running, completed, failed und skipped
einnehmen. Zudem erhalten die Kanten des Graphen die Statusoptionen not_signaled,
false_signaled und true_signaled. Der Status aller Knoten und Kanten bildet gemeinsam
den Status des Workflows.
Strukturelle Anpassung zur Laufzeit (ADEPTflex)
Der Fokus von ADEPT liegt auf der strukturellen Anpassung von Workflows zur Lauf-
zeit [RD98]. Dazu stellt ADEPT Operationen zum manuellen seriellen, alternativen und
nebenläufigen Einfügen von Aktivitäten sowie zum Löschen von Aktivitäten bereit. Um
die Anpassung für den Anwender möglichst einfach zu gestalten, unterstützt ADEPT
Anpassungsmuster. Diese vermeiden, dass der Nutzer die für die Anpassung notwendigen
Kontrollflusselemente und Kanten einzeln einfügen muss. Nach der Durchführung einer
Anpassung wendet ADEPT eine Menge von Reduktionsregeln auf den angepassten
Workflow an. Diese entfernen durch die Anpassung entstandene redundante Kanten und
Kontrollflusselemente. Zudem werden nur syntaktisch korrekte Anpassungen zugelassen
und eine, jedoch sehr eingeschränkte und nicht konfigurierbare Menge an zustandsbezo-
genen Einschränkungen unterstützt. Diese Einschränkungen basieren auf dem zuvor be-
schriebenen Zustandsmodell von ADEPT.
Temporale Abhängigkeiten (ADEPTtemp)
Im Vergleich zu vielen existierenden Ansätzen für adaptive WfMS unterstützt ADEPT
bei der Ausführung einer Anpassung zur Laufzeit eingeschränkt die Validierung der An-
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passung nach temporalen Abhängigkeiten [DRK97]. Jedoch ist es lediglich möglich, Ein-
schränkungen bezüglich der Start- und Endzeiten zwischen zwei Aktivitäten zu spezifi-
zieren. Damit adressiert ADEPT nur eine Teilmenge der in Unterabschnitt 5.2.1.2 be-
schriebenen Typen von Aktivitätsabhängigkeiten.
Neben ADEPT existiert noch eine geringe Anzahl weiterer Implementierungen für adap-
tive WfMS, die die manuelle strukturelle Anpassung von Workflows zur Laufzeit unter-
stützen. Dazu gehören Endeavor [KBT+00], PoliFlow/SWATS [Sie98, Sie99], IntelliGEN
[KAS+03] und AdaptFlow [GMR+05]. Bis auf wenige Ausnahmen unterstützen diese
Arbeiten jedoch nur eine Teilmenge der oben betrachteten relevanten Funktionalitäten
von ADEPT. So verfügen Endeavors, IntelliGEN und SWATS nur über eingeschränkte
Mechanismen zur Sicherstellung der semantischen und syntaktischen Validität der An-
passungen. Auch werden nicht von allen Ansätzen Anpassungsmuster zur vereinfachten
Ausführung der Anpassung zur Verfügung gestellt. Viele Ansätze verlangen die Ausfüh-
rung der Anpassungen auf atomarer Ebene. Hierbei müssen aufwendig alle benötigten
Kanten und Kontrollflusselemente einzeln eingefügt werden. Die Ausnahme bildet das
System IntelliGEN, das sogenannte Composite Changes zur Verfügung stellt, welche den
in ADEPT verwendeten Anpassungsmustern entsprechen. Weiterhin werden von keiner
der Arbeiten Reduktionsmechanismen für Workflows nach deren Anpassung unterstützt.
4.4.2 Bewertung
Adaptive Workflow-Management Systeme unterstützen die manuelle strukturelle Anpas-
sung von Workflows zur Laufzeit. Den eigentlichen Auslöser der Anpassung (z. B. eine
Kontextinformation) sowie die Berechnung und automatische Ausführung der validen
Anpassungsmöglichkeiten betrachten sie nicht. Damit sind sie nicht in der Lage, die für
die Adaptionsschicht geplanten Funktionalitäten zu übernehmen. Sie sind jedoch dafür
geeignet, die von der Adaptionsschicht berechneten validen Anpassungsmöglichkeiten
zur Laufzeit auszuführen. Da, wie zuvor gezeigt, die Forschung in diesem Bereich (spezi-
ell in Form des ADEPT Projektes) schon sehr fortgeschritten ist und geeignete Implemen-
tierungen existieren, soll die Adaptionsschicht zur Ausführung der berechneten Anpas-
sungsmöglichkeiten, wie in Anforderung 7 gefordert, auf bestehende adaptive WfMS
zugreifen.
Zur Sicherstellung der Praktikabilität und Ausführbarkeit der Workflows nach der Anpas-
sung stellen adaptive WfMS Mechanismen zur Ermittlung der semantischen und syntakti-
schen Validität der Anpassung bereit. Diese Ansätze sind, wie zuvor gezeigt, jedoch sehr
eingeschränkt und unterstützen bestenfalls eine Teilmenge der in Unterabschnitt 5.2.1.2
und Unterabschnitt 5.2.4 vorgestellten Typen von Aktivitätsabhängigkeiten bzw. Typen
von zustandsbezogenen Einschränkungen.
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4.5 Zusammenfassung
In diesem Kapitel wurden verwandte Arbeiten aus den Bereichen kontextsensitive
Workflows, Exception Handling in Workflows, Validierung von Workflows und adaptive
WfMS vorgestellt. Ansätze für kontextsensitive Workflows unterstützen die im Gegen-
satz zur geplanten Adaptionsschicht die vollautomatische Anpassung von Workflows zur
Laufzeit. Die Anpassung beschränkt sich jedoch zumeist auf die kontextsensitive Aus-
wahl eines alternativen Zweiges oder der kontextsensitiven Schaltung einer Transition.
Strukturelle Anpassungen werden nicht unterstützt. Auch Ansätze zur Behandlung von
Exceptions in Workflows unterstützen die automatische Anpassung von Workflows. Die
dafür verwendeten Primitive beschränken sich jedoch auf Exception Handling typische
Operationen, wie die Kompensation und Wiederausführung von Aktivitäten. Damit eig-
nen sich diese Ansätze nicht als Grundlage für die Entwicklung der geplanten Adaptions-
schicht.
Wie in Abschnitt 4.3 gezeigt, sind bestehende Ansätze zur semantischen Validierung von
Workflows nicht in der Lage, Workflows nach allen den in Unterabschnitt 5.2.1.2 und in
Unterabschnitt 5.2.4 beschriebenen Typen von Aktivitätsabhängigkeiten bzw. zustands-
bezogenen Einschränkungen zu validieren. Auch ist es nicht bzw. nur mit hohem Auf-
wand möglich, diese Ansätze dahingehend zu erweitern. Ähnliches gilt auch für adaptive
WfMS. Im Vergleich zu den in Abschnitt 4.3 vorgestellten Ansätzen eignen sich diese
jedoch als Grundlage für die Adaptionsschicht, da auf ihrer Basis die von der Adaptions-
schicht ermittelten Anpassungsmöglichkeiten ausgeführt werden können. Ein abschlie-





























































































Anf. 1 (Strukturelle Anpassung) o - - o o o x
Anf. 2 (Validierung nach
              Aktivitätsabhängigkeiten)
o - - o o o o
Anf. 3 (Validierung nach zustands-
              bezogenen Einschränkungen)
o o - - - o o
Anf. 4 (Syntaktische Validierung) o o x o o o o
Anf. 5 (Automatische Berechnung
              valider Anpassungsmögl.)
o o - -  - - -





























































































Anf. 6 (Anbindung bestehender
              Kontextdienste)
o - - -  - - o
Anf. 7 (Anbindung bestehender
              adaptiver WfMS)
o - - -  - - -
Anf. 8 (Einfache Verwaltung) o x - - - - o
Anf. 9 (Vermeidung unnötiger
              Modellerweiterungen)
o o -  x  x x -
Tabelle 4-3: Tabellarischer Vergleich der verwandten Arbeiten und der Anforderungen aus Ab-
schnitt 3.2 („x“ = wird von allen Ansätzen unterstützt, „o“ = wird von mindestens einem Ansatz
unterstützt, „-“ = wird von keinem Ansatz unterstützt)
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5
Konzepte der Adaptionsschicht
Workflows werden seit ihrer Entwicklung hauptsächlich zur Optimierung von statischen
Geschäftsprozessen eingesetzt. Aktuell wächst jedoch das Verlangen, sie auch zur Opti-
mierung von dynamischen Geschäftsprozessen zu verwenden. Dazu müssen sie automa-
tisch während ihrer Ausführung auf Basis einer Kontextinformation angepasst werden
können. Bei der Anpassung müssen sowohl Aktivitätsabhängigkeiten als auch zustands-
bezogene Einschränkungen berücksichtigt werden. Wie in Abschnitt 1.2 gezeigt, ist die
automatische Berechnung aller validen Anpassungsmöglichkeiten ein zentraler Schritt
innerhalb des automatischen Anpassungsprozesses. Dieser wird jedoch von bestehenden
Ansätzen nicht ausreichend unterstützt. Daher erfolgt die Berechnung aktuell manuell.
Dies ist zeitaufwendig, benötigt IT-spezifisches Wissen und führt möglicherweise zu
invaliden Workflows. Um dieses Problem zu beheben, soll wie in Abschnitt 1.3 beschrie-
ben innerhalb dieser Arbeit eine Adaptionsschicht zur automatischen Berechnung und
Ausführung aller validen Anpassungsmöglichkeiten konzipiert werden. Die Adaptions-
schicht soll dabei zwischen einem existierenden Kontextdienst, von dem sie die relevan-
ten Kontextinformationen erhält und einem existierenden adaptiven WfMS, auf dessen
Basis sie die Anpassungsmöglichkeiten ausführt, eingesetzt werden.
In diesem Kapitel werden die verschiedenen Konzepte erläutert, welche von der Adapti-
onsschicht benötigt werden, um auf Basis einer Kontextinformation alle validen Anpas-
sungsmöglichkeiten berechnen zu können. In Abschnitt 5.1 wird zunächst der Lösungsan-
satz dieser Arbeit beschrieben. In Abschnitt 5.2 erfolgt die Beschreibung eines Frame-
works zur eindeutigen Spezifikation der Bedingungen, unter denen ein Workflow valide
gegenüber einer gegebenen Menge von Aktivitätsabhängigkeiten bzw. zustandsbezoge-
nen Einschränkungen ist. Aufbauend auf diesem Framework werden in Abschnitt 5.3
Algorithmen zur Validierung nach Aktivitätsabhängigkeiten vorgestellt. In Abschnitt 5.4
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werden die grundlegenden Konzepte zur Berechnung valider Anpassungsmöglichkeiten
beschrieben. Das Ende dieses Kapitels bildet eine Zusammenfassung in Abschnitt 5.5.
5.1 Lösungsansatz
Das Ziel dieser Arbeit ist die Konzeption einer Adaptionsschicht zur automatischen Be-
rechnung aller validen Anpassungsmöglichkeiten auf Basis einer Kontextinformation.
Eine Anpassungsmöglichkeit ist valide, wenn sie semantisch korrekt gegenüber den be-
trachteten zustandsbezogenen Einschränkungen und Aktivitätsabhängigkeiten ist. Zum
Erreichen dieses Ziels wird der in Abbildung 5-1 dargestellte Ansatz verfolgt.
Abbildung 5-1: Lösungsansatz dieser Arbeit
Zunächst wird ein Framework vorgestellt, welches eindeutig die betrachteten Aktivitäts-
abhängigkeiten und zustandsbezogenen Einschränkungen sowie die Bedingungen, unter
denen ein Workflow gegenüber diesen erfüllt ist, spezifiziert (Abschnitt 5.2). Diese Be-
dingungen werden als Validitätskriterien bezeichnet. Das Framework basiert auf einem
sprachen- bzw. technologieunabhängigen Workflow-Formalismus, welcher im Vergleich
zu bestehenden Formalismen geeignet die Spezifikation aller in dieser Arbeit betrachteten
Workflow-Zustände sowie die effiziente Validierung der betrachteten Workflows nach
Aktivitätsabhängigkeiten erlaubt.
Aufbauend auf dem Framework werden Algorithmen zur Validierung von Workflows
nach Aktivitätsabhängigkeiten vorgestellt (Abschnitt 5.3). Wie in Abschnitt 4.3 gezeigt,
sind aktuelle Ansätze nicht ausreichend in der Lage diese Validierung vorzunehmen bzw.
nicht geeignet dahingehend erweitert zu werden.
Entwicklung von Algo-
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Wiederum aufbauend auf diesen Algorithmen werden zur Umsetzung der Anforderungen
1 - 5 Basisalgorithmen zur automatischen Anpassung von Workflows vorgestellt (Ab-
schnitt 5.4). Diese berechnen für den Fall, dass eine Kontextinformation das Einfügen
einer Aktivität erfordert, automatisch alle validen Anpassungsmöglichkeiten bzw. für den
Fall, dass eine Kontextinformation das Löschen einer Aktivität erfordert, ob das Löschen
dieser Aktivität zu einem validen Workflow führt. Die Validierung nach zustandsbezoge-
nen Einschränkungen erfolgt aufgrund ihrer geringen Komplexität innerhalb dieser Algo-
rithmen.
Basierend auf den Algorithmen für die Basisoperationen und dem Framework erfolgt
daraufhin in Kapitel 6 die Spezifikation der Adaptionsschicht. In dieser werden zunächst
zur Umsetzung der Anforderungen 6 (Anbindung bestehender Kontextdienste) und 7 (An-
bindung bestehender adaptiver WfMS) die Schnittstellen zum eingesetzten Kontextdienst
und adaptiven Workflow-Management System (WfMS) beschrieben. Weiterhin wird
innerhalb der Spezifikation die Architektur der Adaptionsschicht vorgestellt. Zu jeder
Komponente der Architektur wird beschrieben, wie diese konzeptionell am geeignetsten
umgesetzt werden kann und welche der vorgestellten Konzepte sie umsetzt. Der modulare
Aufbau der Architektur trägt zur Umsetzung von Anforderung 8 (Einfache Verwaltung)
bei.
Bei den entwickelten Konzepten handelt es sich um eigenständige Ansätze, welche wie-
derum die Grundlage für weiterführende Ansätze bilden können. So kann beispielsweise
das entwickelte Framework neben den vorgestellten Konzepten zur semantischen Analyse
von Workflows auch als Grundlage für weitere zustandsbezogene Analyseverfahren ver-
wendet werden. Die vorgestellten Algorithmen zur Analyse von Workflows nach Aktivi-
tätsabhängigkeiten bzw. zustandsbezogenen Einschränkungen können neben der Berech-
nung valider Anpassungsmöglichkeiten auch als Grundlage für weiterführende Analyse-
algorithmen eingesetzt werden. Die Basisalgorithmen zur automatischen Anpassung von
Workflows können wiederum als Grundlage für Algorithmen zur Berechnung von An-
passungsmöglichkeiten für höherwertige Anpassungsoperationen, wie das Verschieben
und Ersetzen von Aktivitäten, oder, wie bereits erwähnt, für weiterführende Ansätze zur
vollautomatischen Anpassung dienen. Damit können die entwickelten Ansätze auch zur
Lösung von weiterführenden Problemen und Problemen aus anderen Domänen beitragen.
5.2 Framework zur Spezifikation der Validitätskriterien
In diesem Abschnitt erfolgt die Beschreibung des Frameworks zur Spezifikation der der
Validitätskriterien.
In Unterabschnitt 5.2.1 werden zunächst grundlegende Anforderungen an das Framework
definiert und motiviert. Zudem werden die zu berücksichtigenden Zustände der betrachte-
ten Workflow-Artefakte sowie die zu berücksichtigenden Typen von Aktivitätsabhängig-
keiten beschrieben und motiviert. In Unterabschnitt 5.2.2 erfolgt die Spezifikation eines
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Workflow-Formalismus, welcher die Basis des Frameworks bildet. Aufbauend auf dem
Formalismus erfolgt in den Unterabschnitten 5.2.3 und 5.2.4 die Definition von Aktivi-
tätsabhängigkeiten und zustandsbezogenen Einschränkungen sowie die Definition der
Bedingungen, unter denen sie gegenüber einem Workflow erfüllt sind. Die grundlegen-
den Erkenntnisse dieses Abschnitts werden in Unterabschnitt 5.2.5 zusammengefasst.
5.2.1 Anforderungen und Motivation
Das in diesem Abschnitt beschriebene Framework bildet die formale Grundlage zur Be-
rechnung aller validen Anpassungsmöglichkeiten. Dazu spezifiziert es eindeutig, was eine
zustandsbezogene Einschränkung bzw. Aktivitätsabhängigkeit ist und unter welchen Be-
dingungen diese erfüllt ist. Zur Spezifikation von zustandsbezogenen Einschränkungen
muss das Framework auf einem Workflow-Formalismus aufbauen, der in der Lage ist,
alle in dieser Arbeit betrachteten Zustände (siehe Unterabschnitt 5.2.1.1) zu spezifizieren.
Zudem muss er die Spezifikation sowie die Validierung der betrachteten Typen von Akti-
vitätsabhängigkeiten (siehe Unterabschnitt 5.2.1.2) unterstützen. Wie in Abschnitt 4.3
gezeigt, sind aktuelle Ansätze dazu nicht ausreichend in der Lage.
Zur Umsetzung der Anforderung 7 (Anbindung bestehender adaptiver WfMS)  muss  das
Framework und damit auch der Workflow-Formalismus sprachen- sowie technologieun-
abhängig definiert werden. Um dies zu erreichen müssen folgende Bedingungen erfüllt
sein:
(1) Der Formalismus muss eine minimale Menge von Workflow-Artefakten unter-
stützen, die vom Großteil existierender Workflow-Sprachen berücksichtigt wird
(siehe Unterabschnitt 5.2.2.1).
(2) Der Formalismus muss auf einer gängigen Workflow-Semantik aufbauen (siehe
Unterabschnitt 5.2.2.2).
(3) Die Spezifikation der Aktivitätsabhängigkeiten sowie der zustandsbezogenen
Einschränkungen muss sprachenunabhängig erfolgen (siehe Unterabschnitt
5.2.3.1 und 5.2.4).
Laut Anforderung 4 (Syntaktische Validierung) muss bei der Berechnung der validen
Anpassungsmöglichkeiten durch die Adaptionsschicht auch deren syntaktische Korrekt-
heit sichergestellt werden. Da bereits eine Vielzahl von Verfahren zur syntaktischen Ana-
lyse von Workflows existiert (siehe Unterabschnitt 4.3.1), soll dazu auf bestehende An-
sätze zurückgegriffen werden (Anforderung 4). Somit muss der Workflow-Formalismus
auf eine Weise definiert werden, die es ermöglicht, die auf seiner Basis erstellten
Workflows mit Hilfe existierender Ansätze syntaktisch zu validieren. Dazu wird, wie in
Anhang II gezeigt, der Formalismus als spezialisiertes Fragment von Petri Netzen in einer
einfacheren Notation spezifiziert. Dies ermöglicht die Transformation der betrachteten
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Workflows in Petri Netze und damit die Verwendung bestehender syntaktischer Analyse-
verfahren von Petri Netzen (siehe Unterabschnitt 5.2.2.3).
Die semantische Analyse der Workflows und die Spezifikation der Abhängigkeiten sowie
die Bedingungen unter denen sie erfüllt sind, erfolgt jedoch bewusst nicht auf Basis von
Petri Netzen, sondern mit dem in Unterabschnitt 5.2.2 vorgestellten Formalismus. Dies
hat folgende Gründe:
Effizienz
Wie in der Komplexitätsanalyse aus Unterabschnitt 7.4.1 gezeigt, hängt die Komplexität
der Algorithmen zur semantischen Analyse von Workflows nach Aktivitätsabhängigkei-
ten wesentlich von der Anzahl der Knoten innerhalb der zu analysierenden Workflows ab.
Da die Anzahl der Knoten in Petri Netzen mindestens gleich – meist jedoch höher – als
die Anzahl der Knoten in einem äquivalenten Workflow in der in dieser Arbeit betrachte-
ten Notation ist, wäre die semantische Analyse auf Basis von Petri Netzen langsamer. Das
Petri Netze meist über mehr Knoten verfügen, wird in Anhang III anhand eines einfachen
Beispiels verdeutlicht. In diesem wird der gleiche Workflow in der Petri Netz Notation
und in der in dieser Arbeit verwendeten Notation (siehe Definition 5-1 und Abbildung
5-4) dargestellt. Es ist ersichtlich, dass das Petri Netz mit 42 Knoten (davon 24 Stellen
und 28 Transitionen) deutlich mehr Knoten als der Workflow in der entwickelten Notati-
on mit 22 Knoten hat. Der exakte Performancegewinn der durch den Einsatz der betrach-
teten Notation erreicht wird, hängt von der Art der Knoten innerhalb des Workflows ab.
Intuitivität
Im Gegensatz zu Petri Netzen verfügt der vorgestellte Formalismus über dedizierte Kont-
rollflusselemente zur Spezifikation der gängigen Ausführungsmuster, wie die alternative
und nebenläufige Ausführung. Zur Spezifikation dieser Elemente in Petri Netzen sind
zahlreich redundante Transitionen und Stellen notwendig, aus denen nicht unmittelbar das
dargestellte Ausführungsmuster ersichtlich ist. Zudem ermöglicht der Formalismus das
Legen von Token in Knoten und auf Kanten und benötigt keine weiteren Elemente wie
(Petri Netz-) Stellen. Durch diese Maßnahmen erfolgt die Spezifikation der betrachteten
Workflows einfacher und intuitiver im Vergleich zu Petri Netzen. In Anhang III wird dies
anhand eines einfachen Beispiels verdeutlicht, in dem der gleiche Workflow in den zwei
unterschiedlichen Notationen dargestellt wird. Aus diesem Vergleich ist ersichtlich, dass
die verwendete Notation aus den genannten Gründen intuitiver und leichter verständlich
ist. Diese Vorteile sind speziell bei großen Workflows mit einer hohen Anzahl von Kno-
ten zu erkennen. Hierbei werden Petri Netze schnell unübersichtlich [Mur89].
Aufgrund der Einfachheit und Verständlichkeit des Formalismus kann auf seiner Basis
die zur Spezifikation der Aktivitätsabhängigkeiten und zustandsbezogenen Einschrän-
kungen benötigten Definitionen einfacher und verständlicher beschrieben werden (siehe
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Unterabschnitt 5.2.3 und 5.2.4). Gleiches gilt für die Spezifikation der Algorithmen zur
Analyse von Workflows nach Aktivitätsabhängigkeiten (siehe Unterabschnitt 5.3.2). Die-
se Algorithmen erfordern beispielweise die Bestimmung aller Ausführungsmuster eines
bestimmten Typs. Diese Bestimmung erfolgt auf Basis dedizierter Kontrollflusselemente
einfacher und effizienter, da sie nicht aus der Anzahl der ausgehenden/eingehenden
Transitionen bzw. Stellen der Knoten abgeleitet werden muss.
Auch gängige Petri Netz Erweiterungen wie Farbige Petri Netze [Jen92], Zeiterweiterte
Petri Netze [BD91] oder Priorisierte Petri Netze [Pet81] sind nicht geeignet, die Effizienz
und Intuitivität des Ansatzes zu verbessern, da sie keine neuen strukturellen Elemente
hinzufügen bzw. entfernen, sondern die vorhandenen Elemente lediglich um Aspekte wie
Prioritäten oder Attribute erweitern.
5.2.1.1 Zustände
Als Voraussetzung für die Spezifikation von zustandsbezogenen Einschränkungen wer-
den im folgenden Unterabschnitt die in dieser Arbeit berücksichtigten Zustände von
Workflow-Aktivitäten informal beschrieben und motiviert. Die formale Definition dieser
Zustände sowie die der zusätzlich betrachteten Workflow-Artefakte erfolgt im Unterab-
schnitt 5.2.3.1.
Abbildung 5-2 illustriert die betrachteten Zustände einer Workflow-Aktivität sowie deren
mögliche Übergänge.
Abbildung 5-2: Zustandsmodell einer Aktivität
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nicht_Aktiv
Der initiale Zustand eine Aktivität ist nicht_Aktiv. Folglich befindet sich jede Aktivität
eines Workflows, nachdem dieser geladen wurde, in dem Zustand nicht_Aktiv.
aktiv
Vom Zustand nicht_Aktiv aus kann eine Aktivität in den Zustand übersprungen oder aktiv
übergehen. Eine Aktivität ist aktiv, wenn sie ausgeführt werden kann, die Ausführung
jedoch noch nicht begonnen hat. Betrachtet man den Anwendungsfall aus Unterabschnitt
3.1.1 (Katastrophenmanagement) so nimmt beispielsweise die Aktivität Transport den
Zustand aktiv ein, sobald die Aktivität Sicherung und Kontrolle beendet wurde. Somit ist
für den Stabsleiter erkennbar, dass diese Aktivität jetzt von ihm delegiert bzw. dessen
Ausführung von ihm befehligt werden muss.
übersprungen
Eine Aktivität befindet sich im Zustand übersprungen, wenn sie nicht mehr ausgeführt
werden kann. Dies ist nur dann der Fall, wenn sie sich auf einem Zweig einer alternativen
Verzweigung befindet, der nicht ausgeführt wurde. Damit nimmt die Aktivität ? in  dem
Workflow aus Abbildung 5-3 automatisch den Zustand übersprungen ein, sobald die
Aktivität ?? aktiv ist.
Abbildung 5-3: Workflow mit alternativer Verzweigung
Dieser Zustand ist in den meisten Fällen für den Anwender nicht relevant. Wie in Ab-
schnitt 5.4 gezeigt, ist er jedoch Voraussetzung für die Berechnung valider Anpas-
sungsmöglichkeiten.
in_Ausführung
Nachdem eine Aktivität aktiviert wurde, kann sie gestartet werden. Ist dies der Fall, be-
findet sie sich in dem Zustand in_Ausführung. Dieser besagt, dass die Aktivität zum aktu-
ellen Zeitpunkt ausgeführt wird. Der Zustandsübergang von aktiv in in_Ausführung tritt
beispielsweise ein, wenn ein Stabsmitarbeiter den Befehl zur Ausführung einer Aktivität
gegeben hat und dieser von der empfangenen Einheit bestätigt wurde. Ähnlich wird dieser
Zustandsübergang im Bereich Gesundheitswesen (Unterabschnitt 3.1.2) vollzogen, sobald
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ein Facharzt die Anweisung zur Ausführung einer bestimmten Therapie an das Kranken-
hauspersonal gegeben hat.
beendet
Eine gerade ausgeführte Aktivität kann entweder angehalten oder beendet werden. Tritt
der zweite Fall ein, geht die Aktivität in den Zustand beendet über. Dieser signalisiert,
dass die Aktivität erfolgreich ausgeführt wurde.
angehalten
Eine gerade ausgeführte Aktivität kann beliebig oft angehalten werden und somit in den
Zustand angehalten versetzt werden. Eine Aktivität ist angehalten, sobald ihre Ausfüh-
rung pausiert, jedoch nicht beendet wurde. Im Bereich Katastrophenmanagement werden
beispielsweise laufende Aktivitäten oft angehalten, um die für die Ausführung der Aktivi-
tät benötigten Ressourcen für Aktivitäten mit einer höheren Priorität verwenden zu kön-
nen. Wurde die Aktivität mit der höheren Priorität erfolgreich ausgeführt, können die
benötigten Ressourcen wieder freigegeben werden und die Ausführung der angehaltenen
Aktivität fortgesetzt werden.
Die Motivation der Zustände nicht_Aktiv, in_Ausführung und beendet ergibt sich aus der
Tatsache, dass sie direkt oder indirekt von einem Großteil existierender Workflow-
Management Systeme unterstützt werden [RRD03, JBo10]. Damit sind zur Unterstützung
dieser Zustände keine oder nur geringfügige Anpassungen notwendig. Wie in Unterab-
schnitt 5.4 gezeigt, ist es für die Adaptionsschicht zur Berechnung valider Anpas-
sungsmöglichkeiten wesentlich, unterscheiden zu können, ob ein noch nicht ausgeführter
Knoten noch ausgeführt werden kann oder nicht. Um diese Unterscheidung treffen zu
können, ist neben dem Zustand nicht_Aktiv ein weiterer Zustand übersprungen notwen-
dig.
In vielen Domänen werden Geschäftsprozesse von zentralen Kontrollinstanzen überwacht
[SB09, RRD04]. Die Aufgabe dieser Instanzen ist es Anwendungen oder Personen zur
Ausführung einer Aktivität zu autorisieren bzw. ihnen diese zu befehligen und in Notfäl-
len das Anhalten einer Aktivitätsausführung anzuordnen. In den Anwendungsszenarien
aus Unterabschnitt 3.1.1 und 3.1.2 werden diese Instanzen beispielsweise durch den Füh-
rungsstab oder den leitenden Arzt repräsentiert. Um die Adaptionsschicht auch in diesen
Domänen zur Berechnung valider Anpassungsmöglichkeiten einsetzen zu können, wer-
den zudem die Zustände aktiv und angehalten unterstützt. Durch den Zustand angehalten
wird das Anhalten von Aktivitäten unterstützt. Durch die Differenzierung der Zustände
aktiv und in_Ausführung kann unterschieden werden, ob eine ausführbare Aktivität be-
reits ausgeführt wird oder ob deren Ausführung noch befehligt bzw. autorisiert werden
muss.
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Zwar wäre die Berücksichtigung noch weiterer Zustände denkbar, diese wären jedoch
sehr anwendungs- bzw. domänenspezifisch. Sie würden daher nicht wesentlich dazu bei-
tragen, die Anwendungsdomänen der Adaptionsschicht zu erweitern und werden daher in
dieser Arbeit nicht betrachtet.
5.2.1.2 Typen von Aktivitätsabhängigkeiten
Neben zustandsbezogenen Einschränkungen müssen zur semantischen Analyse von
Workflows auch Aktivitätsabhängigkeiten berücksichtigt werden (Anforderung 2). Eine
Aktivitätsabhängigkeit beschreibt eine temporale Beziehung zwischen genau zwei nicht
identischen Aktivitäten und hat genau einen bestimmten Typen (siehe Definition 5-6).
Der Typ der Abhängigkeit beschreibt die Art der temporalen Abhängigkeit zwischen den
zwei Aktivitäten. In dieser Arbeit werden folgende Aktivitätsabhängigkeitstypen betrach-
tet:
serialBefore
Hat eine Aktivität ? eine Abhängigkeit vom Typ serialBefore zu einer Aktivität ?? (im
weiteren  Verlauf  der  Arbeit  wird  dies  als  „? ist serialBefore abhängig von ??“ notiert),
dann bedeutet dies: Wenn ? und ?? innerhalb einer Workflow-Ausführung ausgeführt
werden, dann muss ? vor ?? ausgeführt werden. „Vor“ bedeutet dabei, dass, erst wenn ?
den Zustand beendet eingenommen hat, ?? in den Zustand aktiv springen darf. Dabei darf
zwischen ? und ?? eine beliebige Menge von Workflow-Artefakten ausgeführt werden. In
dem Anwendungsszenario aus Unterabschnitt 3.1.1 ist beispielweise die Aktivität Dekon-
tamination serialBefore abhängig von der Aktivität Transport. Durch diese Einschrän-
kung wird vermieden, dass kontaminierte Personen durch die Zerstreuung über Trans-
portmittel weitere Personen gefährden.
directSerialBefore
Die directSerialBefore Abhängigkeit ist ein spezieller Typ der serialBefore Abhängigkeit.
Wenn eine Aktivität ? directSerialBefore abhängig von einer Aktivität ?? ist, dann bedeu-
tet dies: Wenn ? und ?? Aktivitäten eines Workflows sind und ? ausgeführt wird, dann
muss ? direkt vor ?? ausgeführt werden. Dies bedeutet, dass die Beendigung von ? unmit-
telbar die Aktivierung von ?? veranlassen muss. Betrachtet man den Workflow zur Eva-
kuierung von Personen aus Unterabschnitt 3.1.1, ist beispielweise der Stab gesetzlich
dazu verpflichtet, direkt nach seiner Entscheidung für eine Evakuierung die lokale Regie-
rung über diese zu informieren.
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serialAfter
Ist eine Aktivität ? serialAfter abhängig von einer Aktivität ??, dann bedeutet dies: Wer-
den ? und ?? innerhalb einer Workflow-Ausführung ausgeführt, dann muss ? nach ??
ausgeführt werden. „Nach“ bedeutet dabei, dass ? erst dann aktiviert werden darf, wenn
?? sich in dem Zustand beendet befindet. Bezüglich des Anwendungsfalls aus Unterab-
schnitt 3.1.2 kann eine Diagnose beispielsweise erst dann verifiziert werden, wenn zuvor
diagnostische Maßnahmen getroffen wurden. Der Aktivitätsabhängigkeitstyp serialAfter
kann somit analog zum Aktivitätsabhängigkeitstyp serialBefore betrachtet werden.
directSerialAfter
Die directSerialAfter Abhängigkeit ist ein spezieller Typ der serialAfter Abhängigkeit. Ist
eine Aktivität ? directSerialAfter abhängig von einer Aktivität ??, dann bedeutet dies:
Sind ? und ?? Aktivitäten eines Workflows und wird ? ausgeführt, dann muss ? direkt
nach ?? ausgeführt werden. Analog zur directSerialBefore Abhängigkeit muss daher die
Beendigung von ?? unmittelbar die Aktivierung von a veranlassen.
concurrent
Wenn eine Aktivität ? concurrent abhängig von einer Aktivität ?? ist, dann bedeutet dies:
Wenn ? und ?? Aktivitäten eines Workflows sind und ? ausgeführt wird, dann muss ?
nebenläufig zu ?? ausgeführt werden. Das bedeutet nicht zwangsweise, dass ? parallel zu
?? ausgeführt wird. Dies kann aufgrund der Semantik von Workflows nicht garantiert
werden. Daher fordert dieser Aktivitätsabhängigkeitstyp lediglich, dass die Möglichkeit
zur parallelen Ausführung besteht. Er wird hauptsächlich verwendet, um die Performance
der Workflow-Ausführung zu optimieren. So kann in dem in Unterabschnitt 3.1.1 be-
schriebenem Szenario durch die parallele Ausführung der Aktivitäten Aufnahme vorberei-
ten und Räumung vorbereiten die für die Evakuierung benötigte Zeit reduziert werden.
mutualExclusion
Hat eine Aktivität ? eine Abhängigkeit vom Typ mutualExclusion zu einer Aktivität ??,
dann bedeutet dies: Sind ? und ?? Aktivitäten eines Workflows und wird ? ausgeführt,
dann darf ?? nicht ausgeführt werden und umgekehrt. Folglich dürfen ? und ?? niemals
zusammen innerhalb einer Workflow-Ausführung ausgeführt werden. Im Falle einer
Evakuierung von Personen kann die Bevölkerung entweder gewarnt (und damit aufgefor-
dert werden in ihren Häusern zu bleiben) oder evakuiert werden.
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require
Wenn eine Aktivität ? require abhängig von einer Aktivität ?? ist,  dann  bedeutet  dies:
Wenn ? eine Aktivität eines Workflows ist und ? ausgeführt wird, dann muss auch ??
ausgeführt werden und somit ebenfalls eine Aktivität des Workflows sein. Es darf nie ?
ausgeführt werden, wenn ?? nicht ausgeführt wird. Die Reihenfolge, in der ? und ?? aus-
geführt werden, ist nicht relevant. Im Bereich Gesundheitswesen erfordert beispielweise
das Verschreiben einer adäquaten Therapie die Ausführung der Aktivität Differenzialdi-
agnose.
Die zuvor beschriebenen Typen von Aktivitätsabhängigkeiten müssen in vielen Domänen
zur Einhaltung von Vorgaben (z. B. Unternehmensrichtlinien, gesetzlichen Vorgaben
oder Leitlinien) und zur Sicherstellung der Praktikabilität von Geschäftsprozessen bzw.
Workflows berücksichtigt werden [RMLD08, WHM08, SS09]. Die Relevanz dieser Ab-
hängigkeitstypen (außer concurrent) für unterschiedliche Domänen wurde bereits in den
grundlegenden Arbeiten von Allen, Klein und Ray in [All83, Kle91, RXZ04] erkannt. So
entsprechen beispielsweise die Aktivitätsabhängigkeitstypen serialBefore, directSerialBe-
fore, serialAfter und directSerialAfter Allens before, mety by, after bzw. meets Abhän-
gigkeiten, der Aktivitätsabhängigkeitstyp require Kleins existence constriaint bzw. Rays
commit dependency und der Aktivitätsabhängigkeitstyp mutualExclusion Rays exclusion
dependency, wie in Tabelle 5-1 dargestellt.
Die Relevanz dieser Abhängigkeiten wird zusätzlich durch die hohe Relevanz der Arbei-
ten von Allen, Klein und Ray verdeutlicht14 und innerhalb der Anforderungsanalyse die-
ser Arbeit bestätigt. Neben einem Teil der zuvor beschriebenen Aktivitätsabhängigkeits-
typen unterstützt Allen noch weitere temporale Abhängigkeiten wie overlaps und during
[All83]. Im Gegensatz zu allen zuvor beschriebenen Typen lassen sich diese jedoch auf
Basis der gängigen Ausführungsmuster bzw. Kontrollflusselementen innerhalb von
Workflows nicht sicherstellen und werden daher nicht in dieser Arbeit betrachtet.
Die Einsparung von Zeit bei der Ausführung von Geschäftsprozessen spielt in vielen
Domänen eine wesentliche Rolle. Durch sie wird abhängig von der Domäne beispielswei-
se Geld eingespart (siehe z. B. Unterabschnitt 3.1.3), Patienten angemessen behandelt
(siehe z. B. Unterabschnitt 3.1.2) oder gefährdete Personen rechtzeitig in Sicherheit ge-
bracht (siehe z. B. Unterabschnitt 3.1.1). Innerhalb von Geschäftsprozessen kann die Ein-
sparung von Zeit durch die parallele Ausführung von Aktivitäten erreicht werden. Aus
diesem Grund wird in dieser Arbeit zusätzlich der Aktivitätsabhängigkeitstyp concurrent
14 So wurde beispielsweise allein vom ACM Portal (http://portal.acm.org) 759 Verweise auf die
Arbeit von Allen [276] gezählt (Stand 18.04.2010).
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berücksichtigt. Wie bereits erwähnt, verlangt dieser nicht die parallele Ausführung der
zwei betroffenen Aktivitäten (dies könnte innerhalb eines Workflow auf Basis der gängi-
gen Ausführungsmuster auch nicht sichergestellt werden) sondern lediglich die Möglich-
keit zur parallelen Ausführung.
Zusätzlich zu den beschriebenen Aktivitätsabhängigkeitstypen wären noch weitere Typen
denkbar. Diese wären jedoch auf einige wenige Domänen beschränkt und werden daher






Allen mety by directSerialBefore
Allen after serialAfter
Allen meets directSerialAfter
Klein existence constriaint require
Ray commit dependency require
Ray exclusion dependency mutualExclusion
Tabelle 5-1: Korrespondenz der Abhängigkeiten von Allen [All83], Klein [Kle91] und Ray
[HC96] mit den in dieser Arbeit betrachten Aktivitätsabhängigkeitstypen
5.2.2 Workflow-Formalismus
In diesem Abschnitt erfolgt die Spezifikation des Workflow-Formalismus, welcher als
Grundlage für die Definition von zustandsbezogenen Einschränkungen sowie Aktivitäts-
abhängigkeiten benötigt wird. Der Formalismus definiert eindeutig die Syntax (Unterab-
schnitt 5.2.2.1) sowie die Semantik (Unterabschnitt 5.2.2.2) der in dieser Arbeit betrach-
teten Workflows. Im Vergleich zu existierenden Ansätzen unterstützt der Formalismus
geeignet die Aktivierung, die Ausführung, das Anhalten sowie das Beenden von Aktivitä-
ten. Damit ist er in der Lage explizit die zuvor beschriebenen Zustände zu definieren.
Dies wiederum ist die Voraussetzung für die eindeutige Definition von zustandsbezoge-
nen Einschränkungen, sowie die Definition der Bedingungen unter denen sie gegenüber
einem Workflow erfüllt sind. Weiterhin unterstützt der Formalismus geeignet die Defini-
tion der in Unterabschnitt 5.2.1.2 beschriebenen Typen von Aktivitätsabhängigkeiten.
In Unterabschnitt 5.2.2.3 wird zur Umsetzung der Anforderung 4 (Syntaktische Korrekt-
heit) gezeigt, wie bestehende Analyseverfahren zur Sicherstellung der Soundness-
Eigenschaft [vdA00] von Wf-Netzen auf die in dieser Arbeit betrachteten Workflows
angewendet werden können.
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5.2.2.1 Workflow-Syntax
In Definition 5-1 erfolgt die Spezifikation der in dieser Arbeit betrachteten Workflow-
Syntax. Sie spezifiziert die Struktur sowie die Artefakte, aus denen ein Workflow besteht.
Die Definition der Syntax sowie der Semantik basiert auf der Arbeit von Vanhatalo in
[VVL07].
Definition 5-1 (Workflow-Syntax):
Ein Workflow ist ein gerichteter azyklischer Graph ? = (???), wobei ? die Menge
der Knoten und ? = (n? × n?) mit n?, n? ? ? und n? ? n? die Menge der Kanten re-
präsentiert. Es gilt ? = ?? ? ?  und ?? ? ? ? ?, wobei ?? die Menge der Knoten
vom Typ Aktivität und ? die Menge der Kontrollflusselemente ?? (StartNode), ??(EndNode), ??? (AndSplits), ??? (AndJoins),??? (XorSplits) und??? (XorJoins) ist.
Für ?? ? ? ergibt IN(?) die Menge der eingehenden Kanten und OUT(?) die Menge
der ausgehenden Kanten. Jeder Workflow besitzt genau einen StartNode, der den Beginn
des Workflows markiert und genau einen EndNode, der das Ende des Workflows mar-
kiert. Weiterhin gilt:
(1) |IN(??)| = 0 und |OUT(??)| = 1.
(2) |IN(??)| = 1 und |OUT(??)| = 0.
(3) ?? ? {???,???} : |IN(?)| = 1 und |OUT(?)| > 1.
(4) ?? ? {???,???} : |IN(?)| > 1 und |OUT(?)| = 1.
(5) ?? ? ?? : |IN(?)| = 1 und |OUT(?)| = 1.
(6) Jeder Knoten ? ? ? liegt auf einem Pfad vom StartNode zum EndNode.
Für den Fall, dass |IN(?)|  = 1 wird IN(?) nur mit seinem einzelnen Element und nicht
der einelementigen Menge identifiziert. Gleiches gilt für OUT(?). Weiterhin gelten fol-
gende Notationen: OUT(??) = ?? und IN(??) = ??. ?? = {Aktivität, StartNode, End-
Node, AndSplit, AndJoin, XorSplit, XorJoin} bezeichnet die Menge aller Knotentypen.
Mit Hilfe der Funktion TYPE(?) kann zu einem Knoten ? ? ? der Typ des Knotens er-
mittelt werden.
Jeder Workflow besteht aus einer Menge von Knoten und Kanten. Kanten verbinden ge-
nau zwei nicht identische Knoten miteinander und haben eine bestimmte Richtung. So
verbindet beispielsweise die Kante ? = (?? × ??) die Knoten ?? und ?? miteinander,
wobei die Richtung von ? von ?? nach ?? geht. Es wird ? als Eingangskante bzw. einge-
hende Kante von ?? und Ausgangskante bzw. ausgehende Kante von ?? notiert. Ein Kno-
ten kann entweder eine Aktivität oder ein Kontrollflusselement sein. Eine Aktivität ist eine
atomare Aktion, die vom Workflow ausgeführt wird. Laut Einschränkung 5 verfügt sie
stets über genau eine eingehende und genau eine ausgehende Kante. Kontrollflusselemen-
te dienen der Modellierung des Kontrollflusses des Workflows. Ein Kontrollflusselement
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kann ein StartNode, EndNode, AndSplit, AndJoin, XorSplit oder ein XorJoin sein.
StartNodes und EndNodes markieren jeweils den Anfang bzw. das Ende eines
Workflows. Somit beginnt die Ausführung eines Workflows stets in seinem StartNode ??
und endet in seinem EndNode ??. Ein StartNode hat, laut Einschränkung 1, genau eine
ausgehende Kante ?? sowie keine eingehende Kante. Gegensätzlich dazu hat, laut Ein-
schränkung 2, ein EndNode genau eine eingehende Kante ?? und keine ausgehende Kan-
te. AndSplits und AndJoins sowie XorSplits und XorJoins dienen der Modellierung von
nebenläufigen bzw. alternativen Verzweigungen. Mit Hilfe eines AndSplits wird eine
nebenläufige Verzweigung geöffnet und mit Hilfe eines AndJoins wieder geschlossen.
Analog dienen XorSplits dazu, alternative Verzweigungen zu öffnen und XorJoins diese
wieder zu schließen. Dementsprechend verfügen AndSplits und XorSplits, laut Einschrän-
kung 3, über genau eine eingehende Kante und mehr als eine ausgehende Kante. Ein Xor-
Join bzw. ein AndJoin verfügt, laut Einschränkung 4, über mindestens zwei eingehende
Kanten sowie genau eine ausgehende Kante. Einschränkung 6 besagt, dass jeder Knoten
eines Workflows auf einem Pfad vom StartNode zum EndNode liegen muss. Durch diese
Einschränkung wird garantiert, dass jedes Workflow-Artefakt mit dem Graphen, und
damit mit dem Workflow, verbunden ist.
Mit der Berücksichtigung von StartNodes, EndNodes, Aktivitäten, XorSplits, XorJoins,
AndSplits und AndJoins in Definition 5-1, unterstützt der Formalismus eine minimale
Menge von Workflow-Artefakten, die von einem Großteil der bestehenden Workflow-
Sprachen unterstützt wird [WfM08, JBo, AAAB07]. Dadurch wird erreicht, dass der
Formalismus weitestmöglich sprachen- bzw. technologieunabhängig ist und somit auf
einer Vielzahl existierender Sprachen abgebildet werden kann. Dies wiederum ermög-
licht, dass die in den folgenden Abschnitten beschriebenen Verfahren zur Analyse von
Workflows nach Aktivitätsabhängigkeiten und zustandsbezogenen Einschränkungen auch
auf eine Vielzahl existierender Ansätze angewendet werden kann. Damit trägt die spra-
chen- bzw. technologieunabhängige Definition der in dieser Arbeit betrachteten
Workflows wesentlich zur Umsetzung der Anforderung 7 (Anbindung bestehender adap-
tiver WfMS) bei.
Da diese Arbeit aus den genannten Gründen auf die grundlegenden Artefakte fokussiert,
die von einem Großteile der existierenden Sprachen unterstützt werden, wurde bewusst
auf Artefakte zur Modellierung von Schleifen verzichtet. Sie werden von einem Teil der
bestehenden Workflow-Sprachen wie zum Beispiel jPDL [JBo] nicht explizit unterstützt.
Die Sprachen bzw. Systeme, die Schleifen unterstützen, betrachten zudem oft nur be-
stimmte Arten von Schleifen bzw. Schleifenmuster wie beispielsweise beliebige Zyklen,
strukturierte Zyklen und Rekursion [RHvdAM06], die sie wiederum auf unterschiedliche
Weisen wie beispielsweise durch Schleifenvor- oder Nachbedingungen umsetzen
[RHvdAM06]. Dies zeigt, dass es keine einheitliche Definition von Schleifen gibt, die
von einem Großteil der Workflow-Sprachen unterstützt wird und deren Berücksichtigung
den Einsatzbereich der entwickelten Analyseverfahren wesentlich erweitern würde. Daher
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sind Schleifen nicht Gegenstand dieser Arbeit. Wie in Abschnitt 8.2 gezeigt, bilden sie
jedoch einen interessanten Ansatz für zukünftige Arbeiten.
Abbildung 5-4 zeigt die in dieser Arbeit verwendete grafische Notation für jedes der in
Definition 5-1 eingeführte Workflow-Artefakt. Zum besseren Verständnis basiert diese




Abbildung 5-4: Visuelle Darstellung der Workflow-Artefakte
Abbildung 5-5 zeigt ein einfaches Beispiel eines Workflows nach Definition 5-1.
Abbildung 5-5: Einfaches Beispiel eines Workflows nach Definition 5-1
Demnach startet die Workflow-Ausführung in ? und endet in ?. Die Aktivitäten ? sowie
? und c befinden sich auf unterschiedlichen Zweigen einer Xor-Verzweigung.
5.2.2.2 Workflow-Semantik
In diesem Unterabschnitt erfolgt die Definition der in dieser Arbeit betrachteten Semantik
von  Workflows.  Sie  beschreibt,  auf  welche  Weise  ein  Workflow  ausgeführt  wird.  Im
Vergleich zu existierenden Ansätzen (siehe Abschnitt 4.3) unterstützt sie geeignet die
Aktivierung, das Starten, das Anhalten, das Beenden sowie das Überspringen von Kno-
ten. Die Semantik orientiert sich an der von Petri Netzen und basiert auf der Weitergabe
von Token zwischen den Artefakten eines Workflows. Um eine effizientere Definition
der Semantik zu erhalten, erlaubt sie, im Vergleich zu Petri Netzen, auch das Legen von
Token auf Kanten und in Knoten. Ähnlich wie in Sicheren Petri Netzen [vdA00] wird
dabei vorausgesetzt, dass jeder Kante und jedem Knoten nur 0 oder 1 Token zugewiesen
werden kann, anstelle einer beliebigen Anzahl von Token.
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Der Zustand eines Workflows wird durch die Position der Token im Graph repräsentiert.
Wie auch Definition 5-1 basiert die folgende Definition auf [VVL07]. Während in
[VVL07] wie auch in Petri Netzen die Ausführung von Aktivitäten jedoch atomar ist und
das Anhalten von Aktivitäten nicht explizit unterstützt wird, ermöglicht die folgende De-
finition die Unterscheidung zwischen laufenden und angehaltenen Aktivitäten. Das An-
halten einer Aktivität wird durch ein Ereignis von außen, wie zum Beispiel der Entschei-
dung eines Führungsstabes, veranlasst und hat keinen Einfluss auf die Workflow-
Ausführung. Um den Vorgang des Anhaltens von Aktivitäten zu modellieren, wird die
Notation ?, welche stellvertretend für einen leeren Knoten steht, eingefügt. Weiterhin
wird die Notation??? eingefügt, welche eine Kopie aller Aktivitäten in einem Workflow
? ist. Diese Kopie ist kein Bestandteil des Graphen und nicht mit diesem verbunden. Sie
dient zur Markierung aller Aktivitäten, die aktuell angehalten sind. Wenn ? ? ?T dann
beschreibt ?? den entsprechenden Knoten in ??? und umgekehrt. Wenn ? eine Funktion
ist und ? eine Teilmenge von ? ihrer Domäne ist, dann beschreibt ?|? die Einschränkung
von ? auf ?.
Definition 5-2 (Workflow-Semantik):
Sei ? = (???) ein Workflow. Der Zustand ? von ? ist eine Funktion ? ? ? ? ?? ?
??
? ? {0,1}, wobei ? als Token-Abbildung bezeichnet wird. Der Startzustand ?? ist
??(?) = 1 wenn ? = ??, sonst ??(?) = 0. Seien ? und ?? zwei Zustände. Es gibt eine
Transition von ? nach ?? via ?, geschrieben als ? ?? ?? genau dann, wenn einer der fol-
genden Punkte gilt:
(1) ? ? ?? ???? ? ??? ? {??}, ?(IN(?)) = 1 und ??(IN(?)) = 0, ??(?) = 1 und
?(?) = 0, sonst ??(?) = ?(?).
(2) ? ? ??, ?(??) = 0 und ??(??) = 0, ?(?) = 1 und ??(?) = 0, ??(OUT(?)) = 1
und ?(OUT(?)) = 0 sonst ??(?) = ?(?).
(3) ? ? ???, ?(?) = 1 und ??(?) = 0, ??? ? OUT(?) : ??(??) = 1 und ?(??) = 0,
sonst ??(?) = ?(?).
(4) ? ? ???, ?(?) = 1 und ??(?) = 0, ?! ?? ?OUT(?) : ??(??) = 1, ???? ? OUT(?) :
?(???) = 0, sonst ??(?) = (?).
(5) ? ? ??? ? ??? ? IN(?) : ?(??) = 1 und ??(??) = 0, ??(?) = 1 und ?(?) = 0, sonst
??(?) = ?(?).
(6) ? ? ??? ? ?! ?? ? IN(?) : ?(??) = 1, ???? ? IN(?) : ??(???) = 0, ??(?) = 1 und
?(?) = 0, sonst ??(?) = ?(?).
(7) ? ? ??? ???? ? {??}, ?(?) = 1 und ??(?) = 0, ??(OUT(?)) = 1 und
?(OUT(?)) = 0 sonst ??(?) = ?(?).
(8) ? = ?, ?|??? = ??|???  und ??? ? ???: if ?(?) = 0 then ??(??) = 0.
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Der Zustand eines Workflows wird über die Funktion t definiert. Zu jedem Zeitpunkt gibt
t(?) die Anzahl der Token, die sich gerade in ? befinden, zurück, wobei ? eine Kante, ein
Knoten, die Kopie einer Aktivität aus der Menge ???, der StartNode oder der EndNode
ist. Eine Transition beschreibt ähnlich wie bei Petri Netzen den Übergang von einem
Zustand in einen anderen Zustand. Dabei ist an jeder Transition immer genau ein Knoten
? beteiligt.
Die Bedingungen 1 – 8 beschreiben alle zulässigen Transitionen und damit wie die Token
durch einen Workflow-Graphen „wandern“ dürfen. Bedingung 1 spezifiziert, dass der
EndNode ??, AndSplits, AndJoins sowie Aktivitäten den Token von ihrer eingehenden
Kante nehmen und ihn in sich selbst legen. Dieser Vorgang wird als Konsumieren be-
zeichnet und löst die Ausführung des betroffenen Knotens aus. Hat der EndNode ?? einen
Token konsumiert, ist die Ausführung des Workflows beendet. Die Bedingungen 2, 3 und
4 beschreiben wie ein konsumierter Token von einem Knoten auf dessen Ausgangskan-
te(n) transferiert wird. Dieser Übergang repräsentiert das Beenden eines Knotens. Aktivi-
täten legen dabei den Token auf ihre einzige ausgehende Kante (Bedingung 2), AndSplits
legen genau einen Token auf alle ihre ausgehenden Kanten (Bedingung 3) und XorSplits
legen genau einen Token auf genau eine ihrer ausgehenden Kanten (Bedingung 4). Die
Bedingungen 5 und 6 beschreiben, wie ein Join Token von seinen eingehenden Kanten
nimmt und diese konsumiert. Handelt es sich bei dem Join um einen AndJoin, müssen
alle seine eingehenden Kanten mit einem Token belegt sein, damit er diesen konsumieren
kann. Ist der Join vom Typ XorJoin, muss nur eine seiner eingehenden Kanten mit einem
Token belegt sein. Bedingung 7 beschreibt, wie ein Token von einem XorJoin, einem
AndJoin bzw. einem StartNode auf dessen Ausgangskante gelegt wird. Mit dem Legen
eines Tokens auf die Ausgangskante des StartNode beginnt die Ausführung eines
Workflows. Bedingung 8 beschreibt das Vorgehen zum Anhalten einer Aktivität, welches
durch ein Ereignis von außen ausgelöst wird. Eine Aktivität ? wird angehalten, wenn
innerhalb einer Transition ein Token auf die zugehörige Aktivität ?? in ??? gelegt wird.
Wie in dem Zustandsdiagramm aus Abbildung 5-2 beschrieben, können nur laufende
Aktivitäten angehalten werden. Aus diesem Grund gilt die Einschränkung, dass dieser
Übergang nur dann vollzogen werden darf, wenn sich auch in ? ein Token befindet.  Da
das Anhalten von Aktivitäten keinen Einfluss auf die Ausführung eines Knotens des
Workflows hat, ist der an der Transition beteiligte Knoten ein spezieller leerer Knoten ?.
Die Transition selber wird als ? Transition bezeichnet. Innerhalb einer ? Transition dürfen
beliebig viele Token in??? gesetzt bzw. entfernt werden.
Für ein besseres Verständnis werden alle zulässigen Transitionen in Tabelle 5-2 graphisch
dargestellt. Der Token wird jeweils durch einen schwarzen Punkt repräsentiert. Leere
Karos stehen abhängig von der Anzahl ihrer eingehenden bzw. ausgehenden Kanten
stellvertretend für einen Split bzw. Join eines beliebigen Typs.




(1) n ? ??
? ? ??? ?
? ? ???
(2) n ? ??
(3) ? ? ???
(4) ? ? ???
(5) ? ? ???
(6) ? ? ???
(7) ? ? ??? ?
? ? ???
(8) ? = ?
Tabelle 5-2: Graphische Darstellung der Bedingungen 1 - 8 aus Definition 5-2
Der Weg, den die Token während der Ausführung eines Workflows durch den selbigen
nehmen bzw. genommen haben, wird als Ausführungspfad bezeichnet. Anhand des Aus-
KONZEPTE DER ADAPTIONSSCHICHT 89
führungspfades ist daher eindeutig nachvollziehbar, auf welche Weise der Workflow
ausgeführt wurde und welcher Knoten in welcher Form an der Ausführung beteiligt war.
Die Definition des Ausführungspfades ist Voraussetzung für die Definition der Bedin-
gungen unter der ein Workflow valide gegenüber einer Menge von zustandsbezogenen
Einschränkungen bzw. Aktivitätsabhängigkeiten ist.
Definition 5-3 (Ausführungspfad):
Ein Ausführungspfad ? ist eine Sequenz von Zuständen und Transitionen zwischen ihnen.
Er beginnt mit dem Startzustand ?? und darf keine zwei ? Transitionen enthalten, welche
in einer direkten Sequenz stehen. Formal bedeutet dies, dass jeder Ausführungspfad ?
folgende Form hat:
- ? = ???,?? , ??, … , ?? ,?? , ?????, wobei ? 0 ? ? ? ?: ?? ??? ????, und ? 0 ? ? <
?: ?? = ? ? ???? ? ?.
? bezeichnet die Menge aller Ausführungspfade.
Demnach beginnt die Ausführung jedes Workflows im Zustand ??. Innerhalb einer
Workflow-Ausführung dürfen keine zwei ? Transitionen in einer direkten Sequenz ausge-
führt werden. Dadurch wird erreicht, dass die Menge ? eines Workflows ? endlich ist.
Ohne diese Einschränkung wäre es möglich, beliebig viele ? Transitionen hintereinander
zu schalten. Dies würde jedoch keinen Mehrwert ergeben, da die gewünschte Markierung
auch gleich innerhalb der ersten Transition gesetzt werden kann. Damit hat die Ein-
schränkung auf nur eine ? Transition in einer direkten Sequenz keinen Einfluss auf die
Mächtigkeit der Semantik. Sie ist jedoch essenziell für eine vollständige semantische
Analyse der Workflows.
5.2.2.3 Syntaktische Validität
In diesem Unterabschnitt wird gezeigt, wie zur Umsetzung der Anforderung 4 (Syntakti-
sche Validierung) bestehende Analyseverfahren zur syntaktischen Validierung von Petri
Netzen bzw. Wf-Netzen auf die in dieser Arbeit betrachteten Workflows angewendet
werden können. Im Fokus stehen hierbei Verfahren zur Sicherstellung der Soundness-
Eigenschaft von Wf-Netzen [vdA97].
Definition 5-4 definiert auf Basis der Grundlagen aus Unterabschnitt 2.2.2 sowie der von
Definition 2-2 (Wf-Netz) unter welchen Bedingungen ein Wf-Netz sound ist.
Definition 5-4 (Sound):
Ein Wf-Netz ?? = (?? ,?? ,??) ist sound genau dann, wenn:
(1) Für jeden vom Zustand ? erreichbaren Zustand? ein Ausführungspfad von M zu
? existiert. Formal:
?? ? (? ?? M)? (M ?? ?)
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(2) Der Zustand ? der einzige von ? erreichbare Zustand mit mindestens einem To-
ken in der Stelle ? ist. Formal:
?? ? (? ?? M) ? (M ? ?? ? (M = ?)
(3) Es keine toten Transitionen in (??, ?) gibt. Formal:
?? ? ?? ??: M, ?? ?  i ?? M?? ??
Einschränkung 1 verlangt, dass es jederzeit möglich sein muss, den Endzustand ausge-
hend vom Startzustand zu erreichen. Nach Einschränkung 2 darf es keinen Zustand ge-
ben, in dem neben der Endstelle noch in einer weiteren Stelle ein Token liegt. Einschrän-
kung 3 fordert, dass es keine toten Transitionen geben darf und somit in jedem Fall die
Möglichkeit besteht, dass eine Transition feuern kann. Ist ein Wf-Netz sound, ist garan-
tiert, dass es aus syntaktischer Sicht in jedem Fall sachgemäß beendet werden kann
[WHM08]. In der Literatur und im praktischen Umfeld existieren bereits Algorithmen zur
Überprüfung der Soundness von Wf-Netzen sowie zugehörige Implementierungen
[vdA99b].
Um diese Verfahren auch zur Sicherstellung der Soundness der betrachteten Workflows
verwenden zu können, müssen diese in äquivalente Wf-Netze transformiert werden und
es muss gezeigt werden, dass ein Workflow sound ist, wenn sein zugehöriges Wf-Netz
sound ist. Die Transformation kann auf Basis des im Anhang II (Transformation von
Workflows in Petri Netze) beschriebenen Ansatzes erfolgen. Da nach diesem Ansatz jeder
Workflow-Knoten auf eine Vielzahl von Petri Netz Transitionen und Flussrelationen
abgebildet wird, wäre die Transformation jedoch sehr aufwendig und die Analyse des
Netzes langsam, da sie von der Anzahl der Knoten eines Wf-Netzes abhängt [vdA00].
Daher wird im Folgenden gezeigt, wie zur syntaktischen Analyse ein Workflow auf Basis
der Black Box Semantik in ein Petri Netz mit einer einfacheren Struktur transformiert
werden kann und der Workflow sound ist, wenn das zugehörige Petri Netz sound ist.
Dazu wird zunächst die Black Box Semantik vorgestellt. Daraufhin wird definiert, wie
ein Workflow, interpretiert nach der Black Box Semantik, in ein Petri Netz mit einer ein-
facheren Struktur transformiert werden kann. Schließlich wird gezeigt, dass es sich bei
dem erstellten Petri Netz um ein Wf-Netz handelt und belegt, dass ein Workflow sound
ist, wenn sein zugehöriges Wf-Netz sound ist.
Interpretiert man einen Workflow nach der Black Box Semantik, werden Token direkt
von der eingehenden Kante eines Knotens auf dessen ausgehende Kante gelegt. Dabei
wird ignoriert, dass ein Token auf den Knoten selber und in einen Knoten innerhalb von
??
? gelegt werden kann (siehe Einschränkungen 1 - 8 in Definition 5-2). Nach dieser
Semantik entspricht das Verhalten eines Knotens dem einer Transition innerhalb eines
KONZEPTE DER ADAPTIONSSCHICHT 91
Wf-Netzes bzw. Petri Netzes (siehe Unterabschnitt 2.2.2). Ein Workflow?, interpretiert
nach der Black-Box Semantik, wird als?? notiert.
Tabelle 5-3 zeigt wie ein Workflow?? in ein äquivalentes Petri Netz transformiert wird.
Der dabei verwendete Ansatz basiert auf den Ansätzen von Zha [ZYWJ07], van der Aalst
[vdA99a] und Dijkman [DDO07], in denen XPDL, EPC bzw. BPMN Modelle, ebenfalls
für Analysezwecke, auf äquivalente Petri Netze abgebildet werden. Aufgrund der Black
Box Semantik ist es nicht notwendig, wie bei dem in Anhang II beschriebenen Ansatz,
jedem Workflow-Knoten ein Sub-Petri Netz zuzuordnen.
Zur Transformation der Kontrollflusselemente werden sogenannte ruhige Transitionen
(engl. silent Transitions) verwendet. Ruhige Transitionen haben kein Label und dienen
der Spezifikation interner Aktionen, die vom Anwender nicht verfolgt werden können
[CGS04].
Aktivitäten werden auf eine Transition mit einer ausgehenden Stelle abgebildet.
StartNodes und EndNodes werden jeweils auf eine ruhige Transition mit einer eingehen-
den und einer ausgehenden bzw. nur einer eingehenden Stelle abgebildet. Die Anzahl der
zur Abbildung eines XorSplit benötigten ruhigen Transitionen und deren ausgehenden
Stellen hängt von der Anzahl der ausgehenden Kanten des Splits ab. Da ein XorSplit nur
genau einen seiner ausgehenden Zweige aktivieren kann, werden alle ruhigen Transitio-
nen als ausgehende Transition einer Stelle modelliert. So ist sichergestellt, dass nur eine
Transition schalten kann, da sich maximal ein Token in einer Stelle befinden darf (siehe
Unterabschnitt 5.2.2.2). Analog dazu wird ein XorJoin auf ein entsprechendes Petri Netz
Modul abgebildet. AndSplits werden in Petri Netzen in Form einer ruhigen Transition mit
mehreren ausgehenden Stellen modelliert. Die Anzahl der ausgehenden Stellen entspricht





















Tabelle 5-3: Abbildung des Workflow-Formalismus auf Petri Netze
Die Benennung der Stellen erfolgt auf Basis der Namen der Vorgänger- bzw. Nachfolge-
knoten des betrachteten Knotens. Dadurch wird erreicht, dass die erstellten Petri Netz
Module am Ende zu einem äquivalenten Petri Netz zusammengesetzt werden können.
Definition 5-5 spezifiziert formal die Transformation eines Workflows ?? in ein äquiva-
lentes Petri Netz. Sie baut auf der Definition von Petri Netzen in Unterabschnitt 2.2.2 auf.
Zur Vereinfachung der Definition werden die zwei Funktionen SN und PN eingeführt.
SN(?) gibt von einem Knoten ? vom Typ StartNode, AndJoin, XorJoin oder Aktivität den
Namen der direkten Nachfolgeknoten zurück. Analog dazu ermittelt PN(?) für einen
Knoten ? vom Typ EndNode, AndSplit, AndJoin und Aktivität den Namen des direkten
Vorgängerknotens.
Definition 5-5 (Petri Netz Semantik für Workflows):
Sei ? = (???) ein Workflow und ??die Interpretation von ? nach der Black Box
Semantik.?? kann auf ein Petri Netz?? = (?? ,?? ,??) abgebildet werden wobei:
- ?? = {
- {??? , (??? , ???(??))} (StartNode)
- ? {???} (EndNode)
- ? {?(?? , ??)|? ? ?? and ? = ??(?)} (Aktivität)
- ? {?(?? , ??)|? ? ??? und ? ? ??(?)} (AndSplit)
- ? {?(?? , ??)|? ? ??? and ? = ??(?)} (AndJoin)
- ? {?(?? , ??)|? ? ??? und ? ? ??(?)} (XorSplit)
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- ? {?(?? , ??)|? ? ??? and ? = ??(?)}} (XorJoin)
- ?? = {
- {???} (StartNode)
- ? {???} (EndNode)
- ? {??|? ? ??} (Aktivität)
- ? {??|? ? ???} (AndSplit)
- ? {??|? ? ???} (AndJoin)
- ? {?(?? , ??)|? ? ??? und ? ? ??(?)} (XorSplit)
- ? {?(?? , ??)|? ? ??? und ? ? ??(?)}} (XorJoin)
- ?? = {
- {(??? , ???)} (StartNode)
- ? {(??? , ?(??? , ???(??)))}
- ? {(??? , ???)} (EndNode)
- ? {(?(???(??), ???), ???)}
- ? {(?? , ?(?? , ??))|? ? ?? and ? = ??(?)} (Aktivität)
- ? {(?(?? , ??), ??)|? ? ?? and ? = ??(?)}
- ? {(?? , ?(?? , ??))|? ? ??? and ? ? ??(?)} (AndSplit)
- ? {(?(?? , ??), ??)|? ? ??? and ? = ??(?)}
- ? {(?? , ?(?? , ??))|? ? ??? and ? = ??(?)} (AndJoin)
- ? {(?(?? , ??), ??)|? ? ??? and ? ? ??(?)}
- ? {(?(?? , ??), ?(?? , ??))|? ? ??? and ? ? ??(?)} (XorSplit)
- ? {(?(?? , ??), ?(?? , ??))|? ? ??? and ? ? ??(?) and ? ? ??(?)}
- ? {(?(?? , ??), ?(?? , ??))|? ? ??? and ? ? ??(?)} (XorJoin)
- ? {(?(?? , ??), ?(?? , ??))|? ? ??? and ? ? ??(?) and ? ? ??(?)}}
Abbildung 5-6 zeigt ein einfaches Beispiel für einen Workflow?? (links) mit dem zuge-
hörigen Petri Netz (rechts), welches nach Definition 5-5 aus?? erstellt wurde.
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Abbildung 5-6: Betrachtete Workflow (links) mit zugehörigem Petri Netz (rechts) nach Definition
5-5
Da die Soundness-Eigenschaft über Wf-Netze definiert ist, muss gezeigt werden, dass es
sich bei  den nach Definition 5-5 erstellten Petri  Netzen ebenfalls  um Wf-Netze handelt.
Dazu muss belegt werden, dass diese die Einschränkungen 1 bis 3 für Wf-Netze aus De-
finition 2-2 erfüllen. Wie im Folgenden gezeigt, ist dies aufgrund der Einschränkungen,
die in Definition 5-1 für die betrachteten Workflows getroffen wurden, der Fall.
Nach den Einschränkungen 1 und 2 aus Definition 2-2 müssen Wf-Netze über genau eine
Startstelle und eine Endstelle mit jeweils genau einer ausgehenden bzw. eingehenden
Kante verfügen. Laut Definition 5-1 besteht jeder der betrachteten Workflows aus genau
einem StartNode und einem EndNode, welche laut Einschränkungen 1 und 2 aus der sel-
bigen Definition jeweils genau eine ausgehende bzw. eingehende Kante besitzen müssen.
Da die Transformation in Definition 5-5 vorsieht, dass jeder StartNode und jeder EndNo-
de auf genau eine Start- bzw. Endstelle mit genau einer ausgehenden bzw. eingehenden
Kante abgebildet wird, sind die Einschränkungen 1 und 2 für Wf-Netze erfüllt.
Die Einschränkung 3 für Wf-Netze besagt, dass jede Transition eines Wf-Netzes auf ei-
nem Pfad von der Startstelle zur Endstelle liegen muss. Da die gleiche Einschränkung für
Knoten eines Workflows gilt (Definition 5-1 Einschränkung 6), ist offensichtlich, dass
auch diese Einschränkung erfüllt ist.
Damit entspricht jedes nach Definition 5-5 erstellte Petri Netz auch einem Wf-Netz. Dies
ermöglicht, dass besehende Analysetechniken für Wf-Netze auch für die betrachteten
Workflows eingesetzt werden können.
Nach den zuvor beschriebenen Definitionen ist leicht ersichtlich, dass folgende Propositi-
on gilt:
Proposition 1. Sei? = (???) ein Workflow und?? die Interpretation von? nach der
Black Box Semantik.? ist sound genau dann, wenn das nach Definition 5-5 aus?? er-
stellte Petri Netz sound ist.
Der einzige Unterschied in der Semantik eines Workflows ? nach Definition 5-2 und
dem zugehörigen ?? ist, dass in ? eine laufende Aktivität ? angehalten werden kann
und damit eventuell auf den Zeitpunkt der Fortführung ihrer Ausführung warten muss. Da
das Anhalten von ? maximal den Zeitpunkt, zu dem der Token auf die Ausgangskante
von ? gelegt wird verzögert, dies jedoch nie verhindert, sind die Einschränkungen 1 und
3 aus Definition 5-4 erfüllt. Da bei der Beendigung einer Aktivität ? in jedem Fall der
einzige sich in ? befindliche Knoten weggenommen wird und in dem zugehörigen
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?? kein Knoten liegen darf (siehe Einschränkung 2 - 4 aus Definition 5-2), ist zudem die
Einschränkung 2 aus Definition 5-4 erfüllt.
Nach Proposition 1 ist es möglich, bestehende Analyseverfahren zur Feststellung der
Soundness-Eigenschaft von Wf-Netzen auch zur syntaktischen Validierung der in dieser
Arbeit betrachteten Workflows einzusetzen.
5.2.3 Aktivitätsabhängigkeiten
Aufbauend auf dem zuvor beschriebenen Workflow-Formalismus, erfolgt in diesem Ab-
schnitt die Definition von Aktivitätsabhängigkeiten sowie die Spezifikation der Bedin-
gungen unter denen sie gegenüber einem Workflow erfüllt sind (Unterabschnitt 5.2.3.1).
Weiterhin werden die Eigenschaften aller der in Unterabschnitt 5.2.1.2 vorgestellten Ty-
pen von Aktivitätsabhängigkeiten definiert (Unterabschnitt 5.2.3.2). Die Berücksichti-
gung dieser Eigenschaften muss von der zu entwickelnden Adaptionsschicht unterstützt
werden, um die Konsistenz der Menge von Aktivitätsabhängigkeiten, gegen die die
Workflows validiert werden sollen, zu gewährleisten.
5.2.3.1 Erfüllung von Aktivitätsabhängigkeiten
Laut Anforderung 2 (Validierung nach Aktivitätsabhängigkeiten) müssen neben zu-
standsbezogenen Einschränkungen auch Aktivitätsabhängigkeiten bei der Berechnung
valider Anpassungsmöglichkeiten berücksichtigt werden. Eine Aktivitätsabhängigkeit
beschreibt eine temporale Beziehung zwischen genau zwei nicht identischen Knoten vom
Typ Aktivität und ist von genau einem Typ. Die in dieser Arbeit betrachteten Typen von
Aktivitätsabhängigkeiten serialBefore, directSerialBefore, serialAfter, directSerialAfter,
concurrent oder mutualExclusion wurden bereits in Unterabschnitt 5.2.1.2 vorgestellt.
Damit Aktivitätsabhängigkeiten, wie in Abschnitt 5.2 gefordert, unabhängig von der ver-
wendeten Workflow-Sprache spezifiziert werden können und einfach neue Aktivitätsab-
hängigkeitstypen berücksichtigt werden können, wird eine Aktivitätsabhängigkeit wie
folgt als binäre Relationen zwischen zwei nicht identischen Aktivitäten definiert:
Definition 5-6 (Aktivitätsabhängigkeit):
Sei ? = (???) ein Workflow, ?,?? ? ?? zwei Aktivitäten in? und ? ? {serialBefore,
directSerialBefore, serialAfter, directSerialAfter, concurrent, mutualExclusion} ein Akti-
vitätsabhängigkeitstyp. Eine Aktivitätsabhängigkeit ? vom Typ ? zwischen ? und ?? wird
mit ?? ?? ?? beschrieben.
Die Aktivitätsabhängigkeit ? = ? ????????????? ?? spezifiziert beispielsweise, dass die
Aktivität ? serialBefore abhängig von der Aktivität ?? ist. Gilt ? = ? ????????????? ??,
dann hat ? eine ausgehende Abhängigkeit vom Typ serialBefore zu ?? und ?? eine einge-
hende Abhängigkeit vom Typ serialBefore von ?.
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Basierend auf der Definition einer Aktivitätsabhängigkeit (Definition 5-6) wird definiert,
unter welchen Bedingungen eine Aktivitätsabhängigkeit eines bestimmten Typs erfüllt
ist. Um die Definition zu vereinfachen werden folgende Notationen auf Basis von Defini-
tion 5-1 und Definition 5-2 eingeführt:
Definition 5-7 (Workflow-Notationen):
Sei? = (???) ein Workflow, ? = ???,??, ?? , … , ?? ,?? , ????? ein Ausführungspfad,
? ? ?? eine Aktivität in? und ? ? ? ein Knoten in?. Es gilt:
- tasks(?)?  {?? ? ??|??? ? 0  ? ?? ? ? + 1, ?? = ??}
- pred(?,?)?  {?? ? ??|???, ? ? 0  ? ? < ?? ? ? + 1, ?? = ??, und ?? = ?}
- directPred(?,?)?  {?? ? ?|??? ? 0  ? ?? ? ? + 1, ?? = ??, und ???? = ?}
- succ(?,?)?  {?? ? ??|???, ? ? 0  ? ? < ?? ? ? + 1, ?? = ?? , und ?? = ?}
- dircectSucc(?,?)?  {?? ? ?|??? ? 0  ? ?? ? ? + 1, ?? = ??, und ???? = ?}
- concurrent(?,?)?  {?? ? ??|??? ? 0  ? ?? ? ? + 1, ??(?) = 1, und ??(??) = 1}
- regr(?) ? {?? ? ?|???,?? , ??,?? , ??, … ,?? = ? : ?? = ??, und ? 0 ? ? < ? :
??= (?? ,????) ? ?} ? {?? ? ? | ??,??, ??,??, ??, … ,?? = ? : ?? = ??, und ? 0 ?
? < ? : ??= (?? ,????) ? ?}
Die Funktion tasks(?)  ermittelt  die  Menge  aller  Knoten  vom Typ Aktivität,  welche  sich
im Pfad ? befinden. Die Funktionen pred(?,?) bzw. succ(?,?) ermitteln alle Vorgänger-
aktivitäten bzw. Nachfolgeaktivitäten von ? in ?; also alle diejenigen Aktivitäten, die vor
bzw. nach ? in ? ausgeführt wurden. Die Funktion directPred(?,?) gibt den in ? unmit-
telbar vor ? ausgeführten Knoten zurück. Analog dazu gibt directSucc(?,?) den in ? un-
mittelbar nach ? ausgeführten Knoten zurück. Mit Hilfe der Funktion concurrent(?,?)
können alle Knoten vom Typ Aktivität, die nebenläufig zu ? in ? ausgeführt wurden,
ermittelt werden. Die Funktion regr(?)  berechnet  alle  Knoten  und  Kanten,  welche  auf
sämtlichen Pfaden vom StartNode zum Knoten ? in ? liegen. Abbildung 5-7 illustriert
die Ergebnismenge dieser Funktion anhand eines Beispiels. Die Knoten der Ergebnis-
menge sind grau hinterlegt.
Abbildung 5-7: Visualisierung der Ergebnismenge (grau) der Funktion regr(n) über den dargestell-
ten Workflow
KONZEPTE DER ADAPTIONSSCHICHT 97
Im Gegensatz zu den vorherigen Funktionen ist diese Funktion nicht über einen Ausfüh-
rungspfad, sondern über die Struktur des Workflows spezifiziert. Alle vorgestellten Funk-
tionen geben für den Fall, dass keine Lösungsmenge existiert, die leere Menge zurück.
Auf Basis der Definition einer Aktivitätsabhängigkeit (Definition 5-6), wird nun definiert,
wann eine Aktivitätsabhängigkeit eines in dieser Arbeit betrachteten Typs (siehe Unter-
abschnitt 5.2.1.2) gegenüber einem Workflow erfüllt ist:
Definition 5-8 (Erfüllung von Aktivitätsabhängigkeiten):
Sei ? = (???) ein Workflow, ?? die Menge aller Aktivitäten in?, ? die Menge aller
Ausführungspfade in?, ? und ?? zwei beliebige Aktivitäten und ? = ?? ?? ?? eine Ak-
tivitätsabhängigkeit. Es gilt, dass ? gegenüber ? erfüllt ist (formal:
dependencySatisfied(?,?) = true) genau dann, wenn:
- ? = serialBefore, und??? ? ?: ?? ? pred(?,?)
- ? = directSerialBefore, und??? ? ?: ?? ? directPred(?,?)
- ? = serialAfter, und??? ? ?: ?? ? succ(?,?)
- ? = directSerialAfter, und??? ? ?: ?? ? directSucc(?,?)
- ? = mutualExclusion, und??? ? ?: ? ? tasks(?? ? ?? ? tasks(?)
- ? = concurrent, und??? ? ?: ?? ? concurrent(?,?)
- ? = require, und??? ? ?: ? ? tasks(?)? ?? ? tasks(?)
- ? ? {serialBefore, directSerialBefore, serialAfter, directSerialAfter}, und
?? ? ?:? ? tasks(?) ? ?? ? task(?)
sonst gilt dependencySatisfied(?,?) = false.
Die Funktion dependencySatisfied ist über die Menge aller Pfade eines Workflows ?
definiert, um die Definition kürzer und verständlicher zu beschreiben. An dieser Stelle sei
jedoch erwähnt, dass die spätere Implementierung der Funktion auf Basis der Struktur des
Workflows durchgeführt wird, da die Berechnung aller möglichen Ausführungspfade
eines Workflows zu einem wesentlich komplexeren Verhalten der Funktion
dependencySatisfied führen würde [SO00].
Basierend auf der vorherigen Definition wird nun definiert, wann eine gegebene Menge
von Aktivitätsabhängigkeiten gegenüber einem Workflow erfüllt ist.
Definition 5-9 (Korrektheit von Workflows nach Aktivitätsabhängigkeiten):
Sei ? = (???) ein Workflow und ? eine Menge von Aktivitätsabhängigkeiten. Der
Workflow? ist semantisch korrekt gegenüber ? genau dann, wenn folgendes gilt:
- ??? ? ? : dependencySatisfied(?,?) = true.
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Demnach gilt, dass ein Workflow ? gegenüber einer Menge ? von Aktivitätsabhängig-
keiten genau dann semantisch korrekt ist, wenn er gegenüber jeder Aktivitätsabhängigkeit
aus ? semantisch korrekt ist.
5.2.3.2 Eigenschaften von Aktivitätsabhängigkeiten
Wie in Definition 5-6 gezeigt, entspricht eine Aktivitätsabhängigkeit einer binären Rela-
tion zwischen genau zwei Aktivitäten. Abhängig von ihrem Typ weist diese eine oder
eine Menge der im Folgenden definierten Eigenschaften auf. Wie in Unterabschnitt 6.3.4
gezeigt, muss die Überprüfung der Erfüllung dieser Eigenschaften von der geplanten
Adaptionsschicht unterstützt werden, um die Konsistenz der zu berücksichtigenden Akti-
vitätsabhängigkeiten zu gewährleisten.
Unidirektional
Wenn eine Aktivität ? eine ausgehende Abhängigkeit zu einer Aktivität ?? hat und der
Typ der Abhängigkeit unidirektional ist, dann kann ?? nie eine ausgehende Abhängigkeit
vom selben Typ zu ? haben. Formal beschrieben gilt:
Definition 5-10 (unidirektional):
Ein Aktivitätsabhängigkeitstyp ? ist unidirektional genau dann, wenn für zwei beliebige
Aktivitäten ?,?? ? ?? mit ? ? ?? folgendes gilt:
- ¬((? ?? ??)  ? (???? ?))
Eine Aktivitätsabhängigkeit ist unidirektional, wenn ihr Typ unidirektional ist.
Bidirektional
Das Gegenstück zu den unidirektionalen Abhängigkeiten bilden die bidirektionalen Ab-
hängigkeiten. Wenn eine Aktivität ? eine ausgehende Abhängigkeit zu einer Aktivität ??
hat und der Typ der Abhängigkeit bidirektional ist, dann hat in jedem Fall auch ?? eine
ausgehende Abhängigkeit vom selben Typ zu ?. Formal beschrieben gilt:
Definition 5-11 (bidirektional):
Ein Aktivitätsabhängigkeitstyp ? ist bidirektional genau dann, wenn für zwei beliebige
Aktivitäten ?,?? ? ?? mit ? ? ?? folgendes gilt:
- (? ?? ??)? (?? ?? ?)
Eine Aktivitätsabhängigkeit ist bidirektional, wenn ihr Typ bidirektional ist.
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Invers
Ist ein Aktivitätsabhängigkeitstyp ? invers zu einem Aktivitätsabhängigkeitstyp ?? und
gilt, dass eine Aktivität ? eine ausgehende Abhängigkeit vom Typ ? zur Aktivität ?? hat,
dann gilt, dass ?? eine ausgehende Abhängigkeit vom Typ ?? zu ? haben muss. Formal
beschrieben gilt:
Definition 5-12 (invers):
Zwei Aktivitätsabhängigkeitstypen ? und ?? sind invers zueinander genau dann, wenn für
zwei beliebige Aktivitäten ?,?? ? ?? mit ? ? ?? folgendes gilt:
- (? ?? ??)? (?? ??? ?)
Zwei Aktivitätsabhängigkeiten sind invers zueinander, wenn ihre Typen invers zueinander
sind.
Angenommen, die Funktion inv(?) ermittelt für einen beliebigen Aktivitätsabhängigkeits-
typ ?, den zu ? inversen Typen. Dann ist leicht zu erkennen, dass, wenn ? bidirektional
ist, folgendes gilt:
? = inv(?)
Demnach ist ein bidirektionaler Aktivitätsabhängigkeitstyp invers zu sich selbst. Analog
dazu gilt:
? ? inv(?) = ?
Demnach ist ? unidirektional, wenn es nicht invers zu sich selbst ist.
Disjunkt
Ist ein Aktivitätsabhängigkeitstyp ? disjunkt zu einem Abhängigkeitstyp ?? und gilt, dass
eine Aktivität ? eine ausgehende Abhängigkeit vom Typ ? zur Aktivität ?? hat, dann gilt,
dass ? keine ausgehende Abhängigkeit vom Typ ?? zu ?? haben kann. Formal beschrieben
gilt:
Definition 5-13 (disjunkt):
Zwei Aktivitätsabhängigkeitstypen ? und ?? sind disjunkt zueinander genau dann, wenn
für zwei beliebige Aktivitäten ?,?? ? ?? mit ? ? ?? folgendes gilt:
- ¬((? ?? ??)  ? (? ??? ??))
Zwei Aktivitätsabhängigkeiten sind disjunkt zueinander, wenn ihre Typen disjunkt zuei-
nander sind.
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Transitiv
Wenn ? ein transitiver Aktivitätsabhängigkeitstyp ist, eine Aktivität ? eine ausgehende
Abhängigkeit vom Typ ? zur Aktivität ?? hat und ?? wiederum eine ausgehende Abhän-
gigkeit vom Typ ? zur Aktivität ??? dann gilt, dass auch ? eine ausgehende Abhängigkeit
vom Typ ? zu ??? haben muss. Formal beschrieben gilt:
Definition 5-14 (transitiv):
Ein Aktivitätsabhängigkeitstyp ? ist transitiv genau dann, wenn für drei beliebige Aktivi-
täten ?,??,??? ? ?? mit ? ? ?? ? ??? folgendes gilt:
-  ((? ?? ??? ? (???? ???))  ?  (? ?? ???)
Eine Aktivitätsabhängigkeit ist transitiv, wenn ihr Typ transitiv ist.
Irreflexiv
Ist ? ein irreflexiver Aktivitätsabhängigkeitstyp, dann darf eine Aktivität ? nie eine aus-
gehende Abhängigkeit vom Typ ? zu sich selbst haben. Formal beschrieben gilt:
Definition 5-15 (irreflexiv):
Ein Aktivitätsabhängigkeitstyp ? ist irreflexiv genau dann, wenn für eine beliebige Aktivi-
tät ? ? ?? folgendes gilt:
- ¬(? ?? ?)
Eine Aktivitätsabhängigkeit ist irreflexiv, wenn ihr Typ irreflexiv ist.
In Tabelle 5-4 werden die Eigenschaften der in dieser Arbeit betrachteten Aktivitätsab-
hängigkeitstypen dargestellt. Bei jeder Form der seriellen Abhängigkeiten handelt es sich
um unidirektionale Abhängigkeiten. Folglich ist es nicht möglich, dass eine Aktivität ?
serialBefore abhängig von einer Aktivität ?? ist und gleichzeitig ?? serialBefore abhängig
von ? ist. Die Aktivitätsabhängigkeitstypen serialBefore und serialAfter sowie directSe-
rialBefore und directSerialAfter sind invers zueinander. Demnach muss beim Anlegen
einer Abhängigkeit von einem dieser Typen auch gleichzeitig eine Abhängigkeit vom
inversen Typ in umgekehrter Reihenfolge angelegt werden. So folgt beispielsweise aus
?? = ? ????????????? ??
automatisch
?? = ?????????????? ?.
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Tabelle 5-4: Eigenschaften der betrachteten Aktivitätsabhängigkeitstypen („ud" = unidirektional,




























































require ud - - + mutualExclusion
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Jede Form der seriellen Abhängigkeit ist irreflexiv und disjunkt zu allen anderen Formen
der seriellen Abhängigkeit sowie zu der mutualExclusion und der concurrent Abhängig-
keit. Abhängigkeiten vom Typ serialBefore und serialAfter sind zudem transitiv. Die
Aktivitätsabhängigkeitstypen mutualExclusion sowie concurrent sind bidirektional und
somit invers zu sich selbst. Abhängigkeiten vom Typ require sind unidirektional und
lediglich disjunkt zu mutualExclusion Abhängigkeiten. Somit ist es beispielsweise mög-
lich, dass zwischen zwei Aktivitäten ? und ?? sowohl eine require als auch eine serialBe-
fore Abhängigkeit besteht.
Wie bereits erwähnt, muss von der geplanten Adaptionsschicht sichergestellt werden
können, dass die Menge der berücksichtigten Aktivitätsabhängigkeiten valide gegenüber
diesen Eigenschaften ist. Wäre dies nicht möglich, könnte die Menge sich widerspre-
chende Aktivitätsabhängigkeiten beinhalten. Damit wäre die Berechnung aller validen
Anpassungsmöglichkeiten durch die Adaptionsschicht nicht mehr möglich.
5.2.4 Zustandsbezogene Einschränkungen
In diesem Abschnitt erfolgt die Definition der zustandsbezogenen Einschränkungen sowie
die Spezifikation der Bedingungen unter denen sie gegenüber einem Workflow bzw. ei-
ner Workflow-Anpassung erfüllt sind. Zustandsbezogene Einschränkungen müssen neben
Aktivitätsabhängigkeiten zur Sicherstellung der Validität der Anpassungsmöglichkeiten
berücksichtigt werden (Anforderung 3).
Zustandsbezogene Einschränkungen beschreiben die Abhängigkeit zwischen dem Zu-
stand eines Workflow-Artefakts und einer Anpassungsoperation. Sie müssen berücksich-
tigt werden, um die Validität von Workflows während ihrer Ausführung zu gewährleis-
ten. Die in Abschnitt 4.3 vorgestellten Ansätze berücksichtigen diese nicht, da sie haupt-
sächlich auf die Validierung von Workflows vor bzw. nach ihrer Ausführung fokussiert
sind.
Voraussetzung für die Definition von zustandsbezogenen Einschränkungen ist die Defini-
tion der Zustände aller betrachteten Workflow-Artefakte. Die informale Beschreibung der
Zustände einer Workflow-Aktivität erfolgte bereits im Unterabschnitt 5.2.1.1. In Definiti-
on 5-16 werden diese, sowie die Zustände aller betrachteten Workflow-Artefakte implizit
über die Funktion status() definiert. Die Definition der Zustände erfolgt auf Basis der
Token-Belegung des Workflows. Die meisten der vorgestellten Zustände - hauptsächlich
die der Kontrollflusselemente - sind dabei nicht relevant für den Nutzer, sondern werden
zur Berechnung der validen Anpassungspositionen benötigt.
Definition 5-16 (Zustände):
Sei ? = (???) ein Workflow und ? = ???,?? , ?? , … , ?? ,?? , ????? der aktuelle Ausfüh-
rungspfad von?. Für ?, jeden Knoten ? ? ? in? und jedes ? ? ?, ? ? ? + 1 wird eine
Funktion status(?,?) definiert, welche auf Basis von ? den Zustand von ? in ? wie
folgt zurückgibt:
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- Wenn ? = ?? und
- wenn ??: ??(OUT(?)) = 1, dann status(?,?)? nicht_Aktiv
- wenn ??: ??(OUT(?)) = 1, dann status(?,?)? beendet
- Wenn ? = ?? und
- wenn ??: ??(IN(?)) = 1, und ?? ? regr(?): ????(?) = 1, dann
tus(?,?)? nicht_aktiviert
- wenn ????(IN(?)) = 1, dann status(?,?)? aktiv
- wenn ????(?) = 1, dann status(?,?)? in_Ausführung
- Wenn ?? ? ?? und
- wenn ??: ??(IN(?)) = 1 ,und ?? ? regr(?): ????(?) = 1, dann
tus(?,?)? nicht_aktiviert
- wenn ????(IN(?)) = 1, dann status(?,?)? aktiv
- wenn ????(?) = 1, und ????(??) = 0, dann status(?,?)?
in_Ausführung
- wenn ??: ??(IN(?)) = 1, und ?? ? regr(?): ????(?) = 1, dann
tus(?,?)? übersprungen
- wenn ????(?) = 1, und ????(??) = 1, dann status(?,?)? angehalten
- wenn ??: ??(OUT(?)) = 1, dann status(?,?)? beendet
- Wenn ?? ? {???,??? ,???} und
- wenn ??: ??(IN(?)) = 1, und ?? ? regr(?): ????(?) = 1, dann
tus(?,?)? nicht_aktiviert
- wenn ?? ? IN(?): ????(?) = 1, dann status(?,?)? aktiv
- wenn ????(?) = 1, dann status(?,?)? in_Ausführung
- wenn ??: ??(IN(?)) = 1, und ?? ? regr(?): ????(?) = 1, dann
tus(?,?)? übersprungen
- wenn ??: ??(OUT(?)) = 1, dann status(?,?) ? beendet
- Wenn ?? ? ??? und
- wenn ??: ??(IN(?)) = 1, und ?? ? regr(?): ????(?) = 1, dann
tus(?,?)? nicht_aktiviert
- wenn ?? ? IN(?): ????(?) = 1, dann status(?,?)? aktiv
- wenn ?? ? IN(?): ????(?) = 1, dann status(?,?)? teilweise_aktiv
- wenn ????(?) = 1, dann status(?,?)? in_Ausführung
- wenn ??: ??(IN(?)) = 1, und ?? ? regr(?): ????(?) = 1, dann
tus(?,?)? übersprungen
- wenn ??: ??(OUT(?)) = 1, dann status(?,?)? beendet
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Knoten vom Typ Aktivität, AndSplit, AndJoin, XorSplit und XorJoin können jeweils die
Zustände nicht_Aktiv, aktiv, in_Ausführung, angehalten sowie übersprungen und beendet
einnehmen. Dabei sind die Zustände nicht_Aktiv und übersprungen relativ zum Workflow
Graphen definiert. Dies ist aufwendig jedoch notwendig, da aus der aktuellen Token-
Belegung des Knotens sowie allein aus dem Ausführungspfad alleine nicht erkennbar ist,
ob der Knoten nicht_Aktiv oder übersprungen ist. Die Zustände beendet und aktiv sind
abhängig vom aktuellen Ausführungspfad definiert, da sie nicht allein aus der Token-
Belegung des Knoten abgelesen werden können. Der Zustand in_Ausführung ist explizit
über die Token-Belegung des Knoten definiert.
Eine Aktivität ist aktiv, wenn sich zum aktuellen Zeitpunkt ???? ein Token auf ihrer ein-
gehenden Kante befindet. Ein AndJoin ist aktiv, wenn sich zum Zeitpunkt ???? auf jede
seiner eingehenden Kanten ein Token befindet. AndSplits, XorJoins und XorSplits befin-
den sich im Zustand aktiv, wenn mindestens ein Token auf einer ihrer eingehenden Kan-
ten liegt. Ein Knoten ? ist nicht_aktiv,  wenn sich bis zum Zeitpunkt ???? noch kein To-
ken auf einer seiner Eingangskanten befindet, jedoch die Möglichkeit besteht, dass er im
Lauf der Workflow-Ausführung noch aktiviert werden kann. Letzteres ist der Fall, wenn
ein Vorgänger von ? (regr(?)) zum Zeitpunkt ???? einen Token besitzt. Ein Knoten be-
findet sich im Zustand übersprungen, wenn sich bis zum aktuellen Zeitpunkt ???? noch
kein Token auf einer seiner eingehenden Kanten befindet. Im Vergleich zu nicht aktivier-
ten Knoten kann ein übersprungener Knoten jedoch nicht mehr aktiviert werden. Dies ist
der Fall, wenn kein Vorgänger von ? (regr(?)) einen Token besitzt. Jeder Split und jeder
Join befindet sich im Zustand in_Ausführung, wenn zum aktuellen Zeitpunkt ???? ein
Token in ihm liegt. Eine Aktivität ? befindet sich im Zustand in_Ausführung,  wenn sich
in ihr, jedoch nicht in dem zugehörigen ?? aus der Menge ???,  ein Token befindet.  Ein
Knoten ist beendet, wenn ein Token auf einer seiner Ausgangskanten liegt bzw. gelegen
hat. Weiterhin kann eine Aktivität den Zustand angehalten einnehmen. Dieser ist wie der
Zustand in_Ausführung explizit über die Token-Belegung der Aktivität definiert. Eine
Aktivität ? ist angehalten, wenn sich sowohl in ? als auch in dem zugehörigen ?? aus der
Menge ??? ein Token befindet.  Ein AndJoin ist teilweise_Aktiv, wenn mindestens einer,
aber noch nicht alle seiner eingehenden Kanten mit einem Token belegt sind. Dieser Zu-
stand existiert für XorJoins nicht, da diese unmittelbar in den Zustand in_Ausführung
übergehen, sobald sich ein Token auf einer ihrer eingehenden Kanten befindet.
Der Knotentyp StartNode kann die Zustände nicht_Aktiv und beendet einnehmen. Hat der
StartNode noch keinen Token produziert und diesen auf seine Ausgangskante gelegt,
befindet er sich in seinem initialen Zustand nicht_Aktiv.  Ist  der StartNode eines
Workflows nicht aktiv, hat die Ausführung des Workflows noch nicht begonnen. Ein
StartNode befindet sich im Zustand beendet wenn sich zum aktuellen Zeitpunkt ???? ein
Token auf seiner ausgehenden Kante befindet oder bereits befand. Mit dem Beenden des
StartNodes beginnt die Ausführung des zugehörigen Workflows. Ein EndNode ? ist
nicht_aktiv, wenn bis zum aktuellen Zeitpunkt ???? noch kein Token auf seiner einge-
henden Kante lag. Befindet sich zum Zeitpunkt ???? ein Token auf der Eingangskante
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von ? ist er aktiv. Ein EndNode ist in_Ausführung, wenn er einen Token konsumiert hat.
Die Ausführung eines EndNodes bedeutet nach Definition 5-1 und Definition 5-2 gleich-
zeitig die Beendigung der Ausführung des zugehörigen Workflows. Mit Hilfe der Funkti-
on getAllStatus(?) kann zu einem Knoten ? die Menge aller Zustände ermittelt werden,
die er einnehmen kann. Eine Übersicht der Zustände aller betrachteten Workflow-
Artefakte sowie die zulässigen Zustandsübergänge befindet sich in Anhang IV.
Auf Basis der vorherigen Definitionen wird nun eindeutig definiert, was eine zustandsbe-
zogene Einschränkung ist. Wie aus Anforderung 3 (Validierung nach zustandsbezogenen
Einschränkungen) ersichtlich sind zustandsbezogene Einschränkungen für das Einfügen
und Löschen von Aktivitäten notwendig. Daraus ergeben sich folgende zwei Typen von
zu berücksichtigenden Einschränkungen:
sDelete
Zustandsbezogene Einschränkungen vom Typ sDelete werden für den Fall benötigt, dass
eine Aktivität von einem gerade ausgeführten Workflow gelöscht werden soll. Sie be-
schreiben, in welchem Zustand sich ein Knoten eines bestimmten Typs befinden muss,
damit dieser nicht gelöscht werden darf.
sInsert
Zustandsbezogene Einschränkungen vom Typ sInsert müssen berücksichtigt werden,
wenn eine Aktivität in einen gerade ausgeführten Workflow eingefügt werden soll. Sie
beschreiben in welchem Zustand sich ein Knoten eines bestimmten Typs befinden muss,
damit vor diesem kein neuer Knoten eingefügt werden darf.
Wie im späteren Verlauf dieses Abschnittes gezeigt, spielt die Möglichkeit zustandsbezo-
gene Einschränkungen unabhängig von der verwendeten Workflow-Sprache definieren
und einfach erweitern bzw. anpassen zu können eine wesentliche Rolle. Um dies zu ge-
währleisten, werden zustandsbezogene Einschränkungen wie folgt als Tripel definiert:
Definition 5-17 (Zustandsbezogene Einschränkung):
Sei ?? = {sInsert, sDelete} eine Menge von zustandsbezogenen Einschränkungstypen und
?? = {AndSplit, AndJoin, XorSplit, XorJoin, Aktivität, StartNode, EndNode} die Menge
der Knotentypen. Eine zustandsbezogene Einschränkung ? wird durch eine Tripel(?? , ??, ?) mit ?? ? ??, ?? ? ?? und ? ? getAllStatus(??) beschrieben.
Beispielsweise wird durch die zustandsbezogene Einschränkung
? = (‘sDelete‘, Aktivität, beendet)
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spezifiziert, dass kein Knoten vom Typ Aktivität im Zustand beendet gelöscht werden
darf. Diese Art der Einschränkung wird im Fall benötigt, dass eine Kontextinformation
das Löschen einer Aktivität erfordert. Durch die zustandsbezogene Einschränkung
? = (‘sInsert‘, AndSplit, beendet)
wird zum Beispiel ausgedrückt, dass kein Knoten vor einem Knoten vom Typ AndSplit
im Zustand beendet eingefügt werden darf. Die Berücksichtigung zustandsbezogene Ein-
schränkungen dieses Typs wird beim Einfügen von Aktivitäten benötigt. Die Definition
der zustandsbezogenen Einschränkungen erfolgt bewusst negativ, um exakt spezifizieren
zu können, was nicht erlaubt ist. Definition 5-18 beschreibt, wann eine Anpassungsopera-
tion valide gegenüber einer zustandsbezogenen Einschränkung ist.
Definition 5-18 (Erfüllung von zustandsbezogenen Einschränkungen):
Sei? = (???) ein Workflow, ??,?? ? ? und ?? ? ? drei Knoten und ? der aktuelle
Ausführungspfad von?. Sei weiterhin ? eine Menge von zustandsbezogenen Einschrän-
kungen, dann gilt:
(1) das Löschen von ?? ist valide genau dann, wenn(‘sDelete‘, TYPE(??), status(?? ,?)) ? ?, und
(2) das Einfügen von ?? vor ?? ist valide genau dann, wenn:(‘sInsert‘, TYPE(??), status(??,?)) ? ?.
Bevor eine Anpassung auf ihre semantische Validität hin überprüft werden kann, muss
eine Menge von zu berücksichtigenden zustandsbezogenen Einschränkungen definiert
werden. Die Art der Einschränkungen innerhalb dieser Menge ist abhängig von der Do-
mäne sowie von der eingesetzten Technologie.
Verfügt das verwendete adaptive WfMS beispielsweise über die Fähigkeit Aktivitäten zu
kompensieren15 [KVG07, DDSD97], könnte die Menge der Einschränkungen so definiert
werden, dass sie auch das Löschen von laufenden oder bereits beendeten Knoten ermög-
licht. Zusätzlich wäre es denkbar, dass Aktivitäten beispielsweise vor bereits ausgeführ-
ten Aktivitäten eingefügt werden können. In diesem Fall könnte das WfMS alle auf der
eingefügten Aktivität folgenden Knoten kompensieren und somit einen inkonsistenten
und nicht mehr praktikablen Workflow vermeiden. Diese Eigenschaft des WfMS ist je-
doch transparent für die geplante Adaptionsschicht.
15 Eine Aktivität zu kompensieren bedeutet, dass die von ihr ausgeführte Aktion rückgängig ge-
macht wird.
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Neben dem eingesetzten WfMS haben auch domänenspezifische Faktoren Einfluss auf
die Auswahl der zustandsbezogenen Einschränkungen. In dem im Unterabschnitt 3.1.1
beschriebenen Anwendungsszenario aus der Domäne Katastrophenmanagement ist der
Führungsstab beispielsweise gesetzlich dazu verpflichtet, alle ausgeführten Maßnahmen
innerhalb einer Evakuierung zu protokollieren. Folglich müssen die Einschränkungen so
definiert werden, dass sie es nicht erlauben, bereits ausgeführte Aktivitäten wieder zu
löschen. Auch das Einfügen von Aktivitäten vor aktiven oder ausgeführten Aktivitäten ist
in diesem Anwendungsfall nicht möglich, da bereits ausgeführte Aktivitäten wie bei-
spielsweise die Dekontamination von Personen nicht rückgängig gemacht werden kön-
nen. Würde dennoch eine Aktivität vor solch einer ausgeführten Aktivität eingefügt wer-
den, würde der Workflow nicht mehr dem realen Vorgehen der Evakuierung entsprechen.
Die Definition der zustandsbezogenen Einschränkungen (Definition 5-17) erfolgt unab-
hängig von der verwendeten Workflow-Sprache und ermöglicht die einfache Konfigura-
tion zustandsbezogener Einschränkungen. So kann die Adaptionsschicht einfach an unter-
schiedlichen Domänen und die Eigenschaften der eingesetzten adaptiven WfMS ange-
passt werden. Diese Funktionalität trägt wesentlich zur Umsetzung der Anforderung 7
(Anbindung bestehender adaptiver WfMS) bei.
5.2.5 Zusammenfassung
Im diesem Abschnitt wurde ein Framework vorgestellt, welches eindeutig die Bedingun-
gen spezifiziert, unter denen ein Workflow valide gegenüber einer Menge von zustands-
bezogenen Einschränkungen bzw. Aktivitätsabhängigkeiten ist. Durch die Unterstützung
einer minimalen Menge an Workflow-Artefakten, die von einer Vielzahl existierender
Workflow-Sprachen berücksichtigt wird sowie der Verwendung einer gängigen Seman-
tik, wurde das Framework weitestmöglich sprachen- bzw. technologieunabhängig defi-
niert. So kann es zur Analyse einer Vielzahl existierender Ansätze verwendet werden.
Das Framework basiert auf einem Workflow-Formalismus, der die Definition aller in
dieser Arbeit betrachteten Zustände ermöglicht, jedoch nicht auf diese eingeschränkt ist.
Der Formalismus wurde als spezialisiertes Fragment von Petri Netzen in einer anderen
Notation beschrieben. Durch die Spezialisierung können bestehende Analyseverfahren
von Petri Netzen auch auf die in dieser Arbeit betrachteten Workflows angewendet wer-
den. Die angepasste Notation hat den Vorteil, dass sie eine einfachere Spezifikation der
betrachteten Workflows sowie eine einfachere und effizientere Validierung der
Workflows nach Aktivitätsabhängigkeiten ermöglicht (siehe Unterabschnitt 7.4.1).
Basierend auf dem Workflow-Formalismus wurden zustandsbezogene Einschränkungen
und Aktivitätsabhängigkeiten sowie deren Eigenschaften definiert. Die Definition erfolgt
auf eine Weise, die es erlaubt, dass sowohl die zustandsbezogenen Einschränkungen als
auch die Aktivitätsabhängigkeiten einfach angepasst bzw. erweitert werden können und
unabhängig von der verwendeten Workflow-Sprache sind. Aufbauend auf der Definition
der Einschränkungen wurde definiert, unter welchen Bedingungen ein Workflow bzw.
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eine Anpassung semantisch korrekt und damit valide gegenüber einer Menge von zu-
standsbezogenen Einschränkungen sowie einer Menge von Aktivitätsabhängigkeiten ist.
Wie in Abschnitt 5.1 beschrieben bildet das Framework die Grundlage für die in den fol-
genden Abschnitten beschriebenen Algorithmen zur semantischen Validierung von
Workflows und sowie den Basisalgorithmen zur automatischen Anpassung von
Workflows. Aufgrund seiner Sprachen- bzw. Technologieunabhängigkeit kann das Fra-
mework auch als Grundlage zahlreicher anderer Anwendungen bzw. weiterführender
zustandsbezogener Analyseverfahren verwendet werden.
5.3 Validierung nach Aktivitätsabhängigkeiten
Im vorherigen Abschnitt wurde das Framework zur Spezifikation der Bedingungen vor-
gestellt unter denen ein Workflow valide gegenüber einer Menge von Aktivitätsabhän-
gigkeiten ist bzw. unter denen eine Anpassung valide gegenüber einer zustandsbezogenen
Einschränkung ist. In diesem Abschnitt werden darauf aufbauend die Algorithmen zur
Validierung der betrachteten Workflows nach Aktivitätsabhängigkeiten spezifiziert. Wie
in Abschnitt 5.1 beschrieben, bilden diese die Grundlage für die Basisalgorithmen zur
automatischen Anpassung von Workflows und damit zur automatischen Berechnung aller
validen Anpassungsmöglichkeiten.
In Unterabschnitt 5.3.1 werden zunächst unterschiedliche Ansätze zur Spezifikation von
Algorithmen zur Validierung von Workflows nach den betrachteten Aktivitätsabhängig-
keiten vorgestellt. Aufbauend auf dem geeignetsten Ansatz erfolgt in Unterabschnitt 5.3.2
die Spezifikation der Algorithmen. In Unterabschnitt 5.3.3 wird beschrieben, dass eine
Vereinfachung der Algorithmen auf Basis blockstrukturierter Workflows möglich ist,
diese jedoch die Mächtigkeit der Algorithmen und damit die Mächtigkeit der Adaptions-
schicht reduziert. Die zentralen Erkenntnisse aus diesem Abschnitt werden in Unterab-
schnitt 5.3.4 zusammengefasst.
5.3.1 Validierungsansätze
Innerhalb dieser Arbeit wurden drei Ansätze identifiziert, auf deren Basis die Validierung
von Workflows nach Aktivitätsabhängigkeiten ausgeführt werden kann. Diese werden im
Folgenden diskutiert.
Validierung auf Basis aller Ausführungspfade Ähnlich wie die Spezifikation der Be-
dingungen unter denen ein Workflow valide gegenüber einer der betrachteten Aktivitäts-
abhängigkeiten ist (siehe Definition 5-8), kann auch die Überprüfung, ob ein Workflow
diese Bedingungen erfüllt, auf Basis der Menge aller Ausführungspfade erfolgen. Dazu
muss zunächst für den zu validierenden Workflow die Menge aller Ausführungspfade
vom StartNode zum EndNode berechnet werden. Für diese Menge kann daraufhin einfach
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ermittelt werden, ob sie die Bedingungen zur Erfüllung der betrachteten Aktivitätsabhän-
gigkeiten (siehe Definition 5-8) einhält. So muss beispielsweise zur Überprüfung der
Aktivitätsabhängigkeit ? = ?? ???????????????? ?? lediglich festgestellt werden, ob in
keinem der ermittelten Ausführungspfade sowohl ? als auch ?? ausgeführt wird.
Das Problem dieses Ansatzes liegt in seiner Komplexität. So erfolgt die Berechnung aller
Ausführungspfade für einen gerichteten Graphen (Workflow) im schlechtesten Fall in
exponentieller Zeit [SO00]. Damit können Algorithmen zur Validierung nach Aktivitäts-
abhängigkeiten auf Basis der Berechnung aller möglichen Ausführungspfade nicht effizi-
ent implementiert werden, was wiederum eine schlechte Performance der geplanten
Adaptionsschicht zur Folge hat.
Validierung auf Basis von Erreichbarkeitsgraphen Neben der Berechnung aller Aus-
führungspfade kann die Validierung der Workflows nach Aktivitätsabhängigkeiten auch
auf Basis von Erreichbarkeitsgraphen für Petri Netze [KM69] erfolgen.
Ein Erreichbarkeitsgraph für ein Petri Netz ist ein gerichteter Graph, dessen Knotenmen-
ge die Menge der erreichbaren Zustände ist. Jeder Knoten repräsentiert dabei einen Zu-
stand. Wenn eine Transition ?? ?? ?? existiert, werden die zugehörigen Knoten mit
einer Kante verbunden. Diese wird mit der Transition beschriftet. Der Algorithmus zur
Berechnung eines Erreichbarkeitsgraphen für Petri Netze wurde von Karp und Miller in
[KM69] entworfen. Aus einem Erreichbarkeitsgraphen kann abgelesen werden, welche
Knoten innerhalb eines Graphen von einem bestimmten Knoten aus erreicht werden kön-
nen. Diese Information bildet die Grundlage zahlreicher syntaktischer Analyseverfahren
für Petri Netze [DAC05].
Der Erreichbarkeitsgraph kann auch zur Analyse der betrachteten Workflows nach Akti-
vitätsabhängigkeiten eingesetzt werden. Dazu muss der Workflow, nach Definition 5-5,
zunächst in ein Petri Netz transformiert werden. Aus dem Petri Netz muss dann ein Er-
reichbarkeitsgraph erstellt und dieser daraufhin auf Basis weiterführender Algorithmen
zur Ermittlung der Transitionsreihenfolge innerhalb des Erreichbarkeitsgraphen analysiert
werden.
Bereits der Basisalgorithmus zu Erstellung des Erreichbarkeitsgraph von Karp und Miller
hat jedoch eine exponentielle Komplexität und kann damit nicht effizient implementiert
werden [Mur89]. Zwar existieren Optimierungen für diesen Algorithmus, die das Er-
reichbarkeitsproblem effizienter lösen können [Fin93], jedoch ist es auf Basis dieser nicht
in jedem Fall möglich, eine Validierung nach den betrachteten Aktivitätsabhängigkeiten
durchzuführen.
Validierung auf Basis der Workflow-Struktur Bei den beiden zuvor vorgestellten
Ansätzen erfolgt die Validierung von Workflows nach Aktivitätsabhängigkeiten jeweils
auf Basis der Ausführungszustände der Workflows. Weiterhin kann die Validierung auch
allein auf Basis des Kontrollflusses und damit über die Struktur des Workflows erfolgen.
Dazu müssen zunächst über die Berechnung direkter und indirekter struktureller Nachfol-
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ger bzw. Vorgänger von Knoten deren strukturelle Abhängigkeiten untereinander ermit-
telt werden. Aus diesen kann daraufhin abgeleitet werden, ob der zu validierende
Workflow valide gegenüber den betrachteten Aktivitätsabhängigkeiten ist. Der Vorteil
dieses Ansatzes ist, dass er die Validierung in polynomieller Zeit ermöglicht (siehe Un-
terabschnitt 7.4.1).
Diskussion Die Spezifikation der Algorithmen zur Validierung von Workflows nach
Aktivitätsabhängigkeiten kann auf Basis der Berechnung aller möglichen Ausführungs-
pfade und auf Basis eines Erreichbarkeitsgraphen unter geringem Aufwand erfolgen, da
sowohl zur Berechnung aller möglichen Pfade innerhalb eines Graphen, als auch zur Be-
rechnung des Erreichbarkeitsgraphen bereits Ansätze existieren [KM69, Win10]. Der
Nachteil dieses Vorgehens ist jedoch seine hohe (exponentielle) Komplexität, die eine
effiziente Implementierung der Algorithmen vermeidet. Aus diesem Grund erfolgt die
Spezifikation der Algorithmen auf Basis der Workflow-Struktur.
5.3.2 Algorithmen zur Validierung nach Aktivitätsabhängigkeiten
In diesem Unterabschnitt erfolgt die Beschreibung der Algorithmen zur Validierung von
Workflows nach Aktivitätsabhängigkeiten.
In Definition 5-8 wurde für jeden der betrachteten Aktivitätsabhängigkeitstypen spezifi-
ziert unter welchen Bedingungen ein Workflow valide gegenüber einer Aktivitätsabhän-
gigkeit dieses Typs ist. Aus den bereits erwähnten Gründen erfolgt diese Spezifikation
auf Basis der Menge aller Ausführungspfade. Da die Validierung der Workflows wie
zuvor beschrieben auf Basis der Workflow-Struktur erfolgen soll, wird für jeden der fol-
genden Algorithmen zunächst erläutert, unter welchen strukturellen Bedingungen die
entsprechenden Bedingungen aus Definition 5-8 erfüllt sind. Daraufhin wird jeweils ein
Algorithmus beschrieben, der einen Workflow nach diesen strukturellen Bedingungen
validiert. Eine Erläuterung der Algorithmen auf Basis von realen Anwendungsszenarien
erfolgt in Unterabschnitt 7.3.4.
Zur Vereinfachung der Algorithmen werden folgende Funktionen eingeführt:
directBeforeNodes(?,?), directAfterNodes(?,?), beforeNodes(?,?) und after-
Nodes(?,?). Die Funktion directBeforeNodes(?,?) ermittelt für einen Knoten ? die
Menge aller seiner direkten strukturellen Vorgängerknoten in ?. Dies sind diejenigen
Knoten, welche in ? direkt über eine ausgehende Kante mit ? verbunden sind. Analog
dazu berechnet die Funktion directAfterNodes(?,?) die Menge aller direkten strukturel-
len Nachfolgeknoten von ? in ?. Die Funktion beforeNodes(?,?) berechnet für einen
Knoten ? die Menge aller seiner strukturellen Vorgängerknoten in ?. Diese beinhaltet
alle diejenigen Knoten, welche direkt oder indirekt über eine oder mehrere Kanten mit ?
verbunden sind. Analog dazu berechnet die Funktion afterNodes(?,?) die
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Menge aller strukturellen Nachfolgeknoten von ? in ?. Abbildung 5-8 zeigt die Ergeb-
nismenge der Funktionen directBeforeNodes(?,?) als grau hinterlegte Knoten anhand
eines Beispiels.
Abbildung 5-8: Visualisierung der Ergebnismenge (grau) der Funktion beforeNodes(?,?) anhand
des dargstellten Workflows
Die Funktionen beforeNodes() und afterNodes() lassen sich einfach auf Basis existieren-
der Algorithmen zur Tiefensuche in gerichtete Graphen umsetzen [RL90].
directSerialBefore & directSerialAfter
Nach Definition 5-8 ist ein Workflow ? gegenüber einer Aktivitätsabhängigkeit
? = ?? ??????????????????? ?? genau dann valide, wenn in jedem Ausführungspfad von?
mindestens eine der beiden Aktivitäten ? und ?? nicht ausgeführt wird oder ? direkt vor
?? ausgeführt wird. Aus struktureller Sicht sind diese Bedingungen genau dann erfüllt
wenn
(1) mindestens eine der beiden Aktivitäten nicht ein Element des Workflows ist oder
(2) wenn ? mit ?? direkt über eine Kante verbunden ist und damit ? ein direkter
struktureller Vorgänger von ?? ist.
Algorithmus 1 beschreibt das Verfahren zur Validierung eines Workflows nach den Be-
dingungen 1 und 2. Als Input erhält er zwei Aktivitäten ? und ?? und einen Workflow?.
Als Output liefert er die boolsche Variable satisfied, welche beschreibt ob die Aktivitäts-
abhängigkeit ? = ?? ??????????????????? ?? über? erfüllt ist.
Algorithmus 1 directSerialBefore
Input: Aktivität ?, Aktivität ??, Workflow?
Output: boolean ???????????
1: ?????????? = ?????;
2: if (? in? and ?? in?) then
3: if ? in directBeforeNodes(??,?) then
4: ?????????? = ????;
5: end if
6: else
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Zur Ermittlung, ob Bedingung 1 erfüllt ist, prüft der Algorithmus zunächst, ob sich so-
wohl ? als auch ?? in? befinden (Zeile 2). Ist dies nicht der Fall ist die Aktivitätsabhän-
gigkeit erfüllt (Zeile 7). Ansonsten überprüft er, ob ? ein direkter struktureller Vorgänger
von ?? ist (Zeile 3). Tritt dieser Fall ein, ist die Bedingung 2 und damit die Aktivitätsab-
hängigkeit erfüllt (Zeile 4), sonst nicht.
Der Algorithmus zur Validierung von Workflows nach Aktivitätsabhängigkeiten vom
Typ directSerialAfter arbeitet nach dem gleichen Prinzip. Der einzige Unterschied liegt in
Zeile 3. Hier überprüft der Algorithmus, ob ? ein direkter struktureller Nachfolger von ??
ist.
serialBefore & serialAfter
Nach Definition 5-8 ist ein Workflow ? gegenüber einer Aktivitätsabhängigkeit
?? ????????????? ?? genau dann valide, wenn in jedem Ausführungspfad von? mindes-
tens einer der beiden Aktivitäten ? und ?? nicht ausgeführt wird oder ? vor ?? ausgeführt
wird. Aus struktureller Sicht sind diese Bedingungen genau dann erfüllt wenn
(1) mindestens eine der beiden Aktivitäten kein Element des Workflows ist oder
(2) wenn ? mit ?? direkt oder indirekt über eine oder mehrere Kanten verbunden ist
und damit ? ein struktureller Vorgänger von ?? ist.
Algorithmus 2 beschreibt den Ansatz zur Validierung eines Workflows nach einer Aktivi-
tätsabhängigkeit vom Typ serialBefore. Als Input erhält der Algorithmus zwei Aktivitä-
ten ? und ?? und einen Workflow ?. Als Output liefert der Algorithmus die boolsche
Variable satisfied welche beschreibt, ob die Aktivitätsabhängigkeit
? = ?? ????????????? ?? über? erfüllt ist.
In Zeile 2 überprüft der Algorithmus zunächst, ob sich sowohl ? als auch ?? in? befin-
den. Ist dies nicht der Fall, ist die Bedingung 1 und damit ? erfüllt. Ansonsten ermittelt er
zu Überprüfung von Bedingung 2 in Zeile 3, ob ? ein struktureller Vorgänger von ?? ist.
Ist dies der Fall, ist die Abhängigkeit erfüllt, sonst nicht.
Der Algorithmus zur Validierung von Workflows nach Aktivitätsabhängigkeiten vom
Typ serialAfter arbeitet nach dem gleichen Prinzip, jedoch mit dem Unterschied, dass er
auf Basis der Funktion afterNodes überprüft, ob ? ein struktureller Nachfolger von ?? ist.
mutualExclusion & concurrent
Laut Definition 5-8 ist ein Workflow ? gegenüber einer Aktivitätsabhängigkeit ? =
?? ???????????????? ?? genau dann valide, wenn es keinen Ausführungspfad in ? gibt,
in dem sowohl ? als auch ?? ausgeführt werden. Nach strukturellen Gesichtspunkten ist
diese Bedingung genau dann erfüllt wenn
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(1) mindestens eine der beiden Aktivitäten kein Element des Workflows ist oder
(2) wenn sich ? und ?? auf unterschiedlichen Zweigen eines XorSplits befinden.
Algorithmus 3 beschreibt, nach welchem Verfahren überprüft wird, ob ein Workflow
valide gegenüber einer Aktivitätsabhängigkeit von Typ mutualExclusion ist. Als
Eingebeparameter erhält der Algorithmus zwei Aktivitäten ? und ?? und einen Workflow
?. Als Output liefert der Algorithmus die boolsche Variable satisfied, welche beschreibt,
ob? valide gegenüber der Aktivitätsabhängigkeit ? = ?? ???????????????? ?? ist.
Ähnlich wie die beiden zuvor vorgestellten Algorithmen überprüft Algorithmus 3 zu-
nächst, ob sich sowohl ? als auch ?? in? befinden (Zeile 4). Ist dies nicht der Fall, ist
die Abhängigkeit nach Bedingung 1 erfüllt (Zeile 21). Die Überprüfung der Erfüllung von
Bedingung 2 (Zeile 5-18) erfolgt in mehreren Schritten: Zunächst wird überprüft, ob ? ein
struktureller Vorgänger von ?? ist oder ob ?? ein struktureller Vorgänger von ? ist (Zeile
5). Tritt dieser Fall ein, kann ausgeschlossen werden, dass sich ? und ?? auf unterschied-
lichen Zweigen eines XorSplits befinden. Damit ist die Aktivitätsabhängigkeit ? nicht
erfüllt. Ist ? weder ein Vorgänger von ?? noch umgekehrt, befinden sich beide Aktivitäten
auf unterschiedlichen Zweigen eines Splits. Für diesen Fall muss nach Bedingung 2 über-
prüft werden, ob es sich bei dem Split um einen XorSplit handelt. Um dies zu tun, be-
stimmt der Algorithmus zunächst die Menge aller XorSplits ?, die sowohl ein Element
der Vorgängerknoten von ? als auch von ?? sind (Zeile  7).  Daraufhin ermittelt  er  zu je-
dem XorSplit dieser Menge die direkten Nachfolgeknoten ? (Zeile 8-9). Für jeden Kno-
ten ? dieser Menge berechnet er wiederum die Menge aller Nachfolgeknoten ? und fügt ?
dieser hinzu (Zeile 12). Daraufhin überprüft er, ob sich in einer der Nachfolgemengen ?
eines XorSplits die Aktivität ? aber nicht die Aktivität ?? befindet (Zeile 13-15) und in
einer anderen Nachfolgemenge des selben XorSplits sich ?? aber nicht ? befindet (Zeile
16-18). Treten beide Fälle ein, ist die Aktivitätsabhängigkeit ? über ? erfüllt (Zeile 19-
21), da es sich bei dem XorSplit um diejenige Verzweigung handelt, in dessen Zweigen
sich ? und ?? befinden.
Der Algorithmus zur Validierung eines Workflows nach einer Aktivitätsabhängigkeit
vom Typ concurrent arbeitet nach dem gleichen Prinzip. Im Unterschied zu Algorithmus
3 überprüft dieser jedoch, ob sich ? und ?? auf unterschiedlichen Zweigen eines
AndSplits befinden.
require
Nach Definition 5-8 ist ein Workflow ? gegenüber einer Aktivitätsabhängigkeit
?? ???????? ?? genau dann valide, wenn in jedem Ausführungspfad von ?,  in  dem ?
ausgeführt wird, auch ?? ausgeführt wird. Aus struktureller Sicht ist diese Einschränkung
genau dann erfüllt, wenn eine der im Folgenden beschriebenen Bedingungen erfüllt ist.
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Algorithmus 2 serialBefore
Input: Aktivität ?, Aktivität ??, Workflow?
Output: boolean ???????????
1: ?????????? = ?????;
2: if (? in? and ?? in?) then
3: if ? in beforeNodes(??,?) then
4: ?????????? = ????;
5: end if
6: else
7: ?????????? = ????;
8: end if
Algorithmus 3 mutualExclusion
Input: Aktivität ?, Aktivität ??, Workflow?
Output: boolean ?????????
1: ? = beforeNodes(?,?);
2: ?? = beforeNodes(??,?);
3: ?????????? = ?????;
4: if (? in? and ?? in?) then
5: if (? nicht in?? and ?? nicht in?) then
6:     if? oder ?? beinhalten einen Knoten vom Typ XorSplit then
7: ? = Knoten vom Typ XorSplit in? und??;
8: for all ? in ? do
9: ? = directAfterNodes (?,?);
10: ?,? = ?????;
11: for all ? in ? do
12: ? = afterNodes(?,?) including ?;
13: if (? in ? and ?? not in ?) then
14: ? = ????;
15:           end if
16: if (?? in ? and ? not in ?) then
17: ? = ????;
18:            end if
19: if (? and ?) then
20: ?????????? = ????;
21:           end if
22: end for
23: end for
24:     end if
25: end if
26: else
27: ?????????? = ????;
28: end if
KONZEPTE DER ADAPTIONSSCHICHT 115
Im Gegensatz zu den Bedingungen der vorherigen Algorithmen, müssen diese Bedingun-
gen im Kontext bestimmter Fälle betrachtet werden.
Fall F1: Mindestens eine der Aktivitäten ? und ?? ist kein Element von?.
(1) Die Aktivität ? ist kein Element von? und die Aktivität ?? ist ein Element von
?.
(2) Die Aktivitäten ? und ?? sind keine Elemente von?.
Fall F2: Die Aktivitäten ? und ?? sind Elemente von?.
Fall F2-1: Die Aktivität ? ist ein struktureller Vorgänger von ??.
(3) Aus struktureller Sicht befindet sich zwischen ? und ?? kein XorSplit für den gilt,
dass sich auf einem seiner Zweige ?? befindet und auf einem anderen nicht.
Fall F2-2: Die Aktivität ? ist ein struktureller Nachfolger von ??.
(4) Aus struktureller Sicht befindet sich zwischen ? und ?? kein XorJoin für den gilt,
dass sich auf einem seiner eingehenden Zweige ? befindet und auf einem anderen
nicht.
Fall F2-3: Die Aktivitäten ? und ?? befinden sich auf zwei unterschiedlichen
Zweigen von mindestens einem Split. Der strukturell erste Split, der die Verzwei-
gung verursacht, ist ein AndSplit.
(5) Die Aktivität ? befindet sich innerhalb des AndSplits nicht in einer Xor-
Verzweigung.
Algorithmus 4 beschreibt das Verfahren zur Validierung eines Workflows nach einer
Aktivitätsabhängigkeit vom Typ require. Als Input erhält der Algorithmus zwei Aktivitä-
ten ? und ?? und einen Workflow ?. Als Output liefert der Algorithmus die boolsche
Variable satisfied, welche, beschreibt ob die Aktivitätsabhängigkeit ? = ?? ???????? ??
über? erfüllt ist.
Im ersten Schritt ermittelt der Algorithmus zunächst, ob der Fall F2 eingetreten ist (Zeile
4). Trifft diese zu, überprüft er daraufhin die Subfälle F2-1 – F2-3 von F2.
Ist  der  Fall F2-1 eingetreten (Zeile 5), überprüft der Algorithmus, ob die Bedingung 3
erfüllt ist (Zeile 5-19). Dazu löscht er zunächst alle Vorgängerknoten von ? aus? (Zeile
6). Daraufhin ermittelt er die Menge aller struktureller Vorgängerknoten von ?? in ?
vom Typ XorSplit (Zeile  7  und  8).  Ist  die  Menge  leer,  ist  sichergestellt,  dass  sich  zwi-
schen ? und ?? kein XorSplit befindet und damit Bedingung 3 erfüllt ist (Zeile 9). Befin-
det sich mindestens ein XorSplit in der Menge, ermittelt der Algorithmus zur Überprü-
KONZEPTE DER ADAPTIONSSCHICHT 116
fung von Bedingung 3 für jeden der XorSplits der Menge, ob sich auf einem seiner Zwei-
ge ?? befindet und auf einem anderen nicht (Zeile 12-18). Dazu ermittelt er zunächst für
jeden XorSplit die Menge aller direkten Nachfolgeknoten (Zeile 13). Für jeden der direk-
ten Nachfolgeknoten ermittelt er daraufhin die Menge der Nachfolgeknoten und fügt den
Knoten selber der Menge hinzu (Zeile 15 und 16). Befindet sich in einer dieser Mengen
nicht ?? ist Bedingung 3 nicht erfüllt, sonst ist sie erfüllt. Ohne das vorherige Löschen der
Vorgängerknoten von ? aus ?, wäre dieses Vorgehen nicht möglich, da nicht sicherge-
stellt werden könnte, das sich die ermittelte Menge von XorSplit aus struktureller Sicht
zwischen ? und ?? befindet.
Tritt der Fall F2-2 ein (Zeile 20), überprüft der Algorithmus, ob Bedingung 4 erfüllt ist.
Dazu ermittelt er nach dem gleichen Schema, welches zur Überprüfung von Bedingung 3
eingesetzt wurde, ob sich aus struktureller Sicht zwischen ? und ?? kein XorJoin befindet,
für den gilt, dass sich auf einem seiner eingehenden Zweige ? befindet und auf einem
anderen nicht (Zeile 20-34). Ist dies der Fall ist Bedingung 4 und damit die Aktivitätsab-
hängigkeit für den Fall F2-2 erfüllt.
Ist ? weder ein struktureller Vorgänger von ?? noch umgekehrt, überprüft der Algorith-
mus ob der Fall F2-3 gilt (Zeile 36-68). Dazu ermittelt der Algorithmus zunächst die
Menge aller möglichen Verzweigungen ?, von der eine die strukturell erste sein kann,
welche die Verzweigung zwischen ? und ?? auslöst (Zeile 36-43). Damit beinhaltet die
Menge alle diejenigen Verzweigungen für die gilt, dass auf einem ihrer Zweige nur ? und
auf einem anderen nur ?? liegt. Daraufhin ermittelt der Algorithmus die strukturell erste
Verzweigung ?, welche die Verzweigung zwischen ? und ?? ausgelöst hat (Zeile 45-49).
Das ist die Verzweigung aus ?, welche keine andere Verzweigung aus ? als strukturellen
Vorgänger hat. Die Ermittlung der strukturell ersten Verzweigung ist notwendig, da auf-
grund einer fehlenden Blockstruktur (siehe Unterabschnitt 5.3.3) nur auf ihrer Basis si-
chergestellt werden kann, ob die Aktivitätsabhängigkeit ? über ? erfüllt ist. Ist die Ver-
zweigung vom Typ AndSplit, tritt der Fall F2-3 ein (Zeile 51-68). Für diesen überprüft
der Algorithmus nach dem bekannten Schema, ob die Bedingung 5 erfüllt ist und damit,
ob sich innerhalb von ? die Aktivität ? nicht innerhalb einer Xor-Verzweigung befindet.
Ist dies der Fall, ist die betrachtete Aktivitätsabhängigkeit erfüllt.
Ist der Fall F2 nicht eingetreten gilt automatisch der Fall F1 (Zeile 69-73). Für diesen
ermittelt der Algorithmus zur Überprüfung von Bedingungen 1 und 2, ob sich ausschließ-
lich ? (Zeile 69) oder weder ? noch ?? (Zeile 71) in ? befinden (Zeile 4 und Zeile 69-
72). Tritt einer dieser beiden Fälle ein, ist die betrachtete Aktivitätsabhängigkeit erfüllt.
5.3.3 Optimierung durch Blockstruktur
Die zuvor beschriebenen Algorithmen zur Validierung von Workflows nach Aktivitäts-
abhängigkeiten können auf Basis blockstrukturierter Workflows, wie beispielsweise
WSM Nets [RRD04], einfacher und effizienter spezifiziert werden.
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In blockstrukturierten Workflows bilden jeweils ein Split, der eine Verzweigung einleitet,
und ein Join, der diese wieder schließt, einen Block. Diese Blöcke und damit die Ver-
zweigungen, die sie beinhalten, dürfen innerhalb blockstrukturierter Workflows aus-
schließlich ineinander verschachtelt bzw. unabhängig voneinander sein, sich jedoch nicht
überschneiden. Abbildung 5-9 zeigt ein Beispiel für einen blockstrukturierten Workflow.
Algorithmus 4 require
Input: Aktivität ?, Aktivität ??, Workflow?
Output: boolean isSatsfied
1: ? = beforeNodes(?,?);
2: ?? = beforeNodes(??,?);
3: ?????????? = ?????;
4: if (? in? and ?? in?) then
5: if ? in?? then
6:     Lösche?  aus?;
7: ?? = beforeNodes(??,?);
8: ?? = Knoten vom Typ XorSplit in??;
9: if ? ist leer then ?????????? = ????;
10: else
11: ?????????? = ????;
12:       for all ? in ? do
13: ? = directAfterNodes(?,?);
14: for all ? in ? do
15: ? = afterNodes(?,?) inklusive ?;
16: if ?? nicht in ? then ?????????? = ?????; end if
17: end for
18: end for
19:     end if
20: else if ?? in? then
21: Lösche?? aus?;
22: ? = beforeNodes(?,?);
23: ?? = Knoten vom Typ XorJoin in?;
24:     if ? ist leer then ?????????? = ????;
25: else
26: ?????????? = ????;
27:       for all ? in ? do
28: ? = directBeforeNodes (?,?);
29: for all ? in ? do
30: ? = beforeNodes(?,?) inklusive ?;
31: if ?? nicht in ? then ?????????? = ?????; end if
32: end for
33: end for
34:     end if
35: else
36: ? = Knoten vom Typ XorSplit und AndSplit in??;
37:     for all ? in ? do
Fall F2-1
Fall F2-2
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38: ? = directAfterNodes(?,?);
39: for all ? in ? do
40: ? = afterNodes(?,?) inklusive ?;
41: if (?? in T and ? in ?) then lösche ? aus ?; end if
42: end for
43: end for
44:     Node?;
45: for all ? in ? do
46: ? = beforeNodes(?,?);
47:       lösche ? aus ?;
48: if ? enthält kein Element von ? then? = ?; end if
49: end for
50: if ? ist vom Typ XorSplit then ?????????? = ?????;
51: else
52:       Lösche alle beforeNodes(?,?) in?;
53: ?? = beforeNodes(??,?);
54: ?? = Knoten vom Typ XorSplit in??;
55: if ? ist leer then ?????????? = ????;
56: else
57: ?????????? = ????;
58:         for all ? in ? do
59: ? = directAfterNodes(?,?);
60: for all ? in ? do
61: ? = afterNodes(?,?) inclusive ?;
62: if ?? nicht in ? then ?????????? = ?????;
63:             end if
64: end for
65: end for
66:       end if
67:     end if
68: end if
69: else if (? in? and ?? nicht in?) then
70: ?????????? = ?????;
71: else
72: ?????????? = ????;
73: end if
Durch die Blockstruktur kann einfach und effizient über das Zählen von Splits und Joins
für jeden Split der zugehörige Join ermittelt werden. In nicht blockstrukturierten
Workflows, wie beispielsweise dem aus Abbildung 5-10, ist diese eindeutige Zuordnung
von Splits und Joins nicht immer möglich. So kann dem Join ?3 aus Abbildung 5-10 nicht
eindeutig ein Split zugeordnet werden, welcher die Verzweigung einleitet, die er schließt.
Durch die Möglichkeit, in blockstrukturierten Workflows, Splits und Joins eindeutig zu-
zuordnen, können die Algorithmen zur Validierung nach Aktivitätsabhängigkeiten für
diese Art von Workflows einfacher und effizienter spezifiziert werden. Dies wird im Fol-
genden an einem Beispiel verdeutlicht: Angenommen, für einen blockstrukturierten
Fall F2-3
Fall F1
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Workflow soll zur Validierung nach einer Aktivitätsabhängigkeit ? = ?? ???????? ?? die
Bedingung 5 des Falls F2-3 (siehe Unterabschnitt 5.3.2) überprüft werden. Dazu muss
lediglich festgestellt werden, ob sich der zu jedem XorSplit, der sich zwischen ? und ??
befindet zugehörige XorJoin ebenfalls zwischen ? und ?? befindet.  Ist  dies  der  Fall,  ist
sichergestellt, dass sich ?? nicht innerhalb einer Xor-Verzweigung befindet und damit die
Aktivitätsabhängigkeit ? erfüllt. Ähnliches gilt für die Fälle F2-1 und F2-2.
Abbildung 5-9: Beispiel für einen blockstrukturieren Workflow
Abbildung 5-10: Beispiel für einen nicht-blockstrukturieren Workflow
Wie aus Definition 5-1 (Workflow Syntax) ersichtlich, beschränkt sich diese Arbeit aus
folgenden Gründen jedoch nicht auf die Berechnung valider Anpassungsmöglichkeiten
für blockstrukturierte Workflows: Die Einschränkung würde bedeuten, dass die Adapti-
onsschicht auf adaptive WfMS angewiesen ist, welche blockstrukturierte Workflows
unterstützen. Die Anzahl dieser Systeme ist jedoch sehr gering. Daher würde die Fokus-
sierung auf blockstrukturierte Workflows den Einsatzbereich und die Unabhängigkeit der
Adaptionsschicht von dem eingesetzten adaptiven WfMS einschränken. Zudem würde die
Einschränkung bedeuten, dass in einigen Fällen die Anzahl der validen Anpassungsmög-
lichkeiten und damit die Mächtigkeit der Adaptionsschicht verringert wird. Dies zeigt
folgendes Beispiel: Angenommen, in dem in Abbildung 5-11 dargestellten Workflow
muss auf Basis einer Kontextinformation eine neue Aktivität ? eingefügt werden und
dabei die Aktivitätsabhängigkeiten
?? = ?? ???????????????? ?,
?? = ?? ???????????????? ? und
?? = ?? ???????????? ?
berücksichtigt werden.
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Abbildung 5-11: Beispiel für einen Workflow
Abbildung 5-12 zeigt die einzig valide Möglichkeit, diese Anpassung auszuführen. Auf
Basis blockstrukturierter Workflows kann diese Möglichkeit von der Adaptionsschicht
nicht berechnet werden, da sie zu einem nicht-blockstrukturierten Workflow führt (siehe
Abbildung 5-12). Dieses Beispiel belegt, dass die Fokussierung auf blockstrukturierte
Workflows die Mächtigkeit des Ansatzes und damit die Mächtigkeit der zu entwickeln-
den Adaptionsschicht reduziert.
Abbildung 5-12: Valide Anpassungsposition für die Aktivität ? unter Berücksichtigung der Aktivi-
tätsabhängigkeiten ??, ?? und ??
5.3.4 Zusammenfassung
In diesem Abschnitt wurden aufbauend auf dem Framework aus Abschnitt 5.2 Algorith-
men zur Validierung von Workflows nach den betrachteten Aktivitätsabhängigkeiten
vorgestellt. Die Spezifikation der Algorithmen erfolgt auf Basis der Workflow-Struktur.
Dieser Ansatz verlangt im Gegensatz zu den weiteren diskutierten Ansätzen einen erhöh-
ten Aufwand für die Spezifikation der Algorithmen, da er nicht auf bestehende Ansätze
aufbauen kann. Er hat jedoch den Vorteil, dass er wesentlich effizienter als diese umge-
setzt werden kann. Wie in Unterabschnitt 7.4.1 beschrieben, können die vorgestellten
Algorithmen in polynomieller Zeit ausgeführt werden.
Es wurde gezeigt, dass die Algorithmen auf Basis blockstrukturierter Workflows verein-
facht und effizienter umgesetzt werden können. Die Fokussierung auf diese Klasse von
Workflows, würde jedoch den Einsatzbereich der geplanten Adaptionsschicht verkleinern
und dessen Mächtigkeit reduzieren, da die Anzahl möglicher valider Anpassungsmög-
lichkeiten reduziert würde. Aus diesem Grund fokussiert die geplante Adaptionsschicht
nicht auf der Berechnung valider Anpassungsmöglichkeiten auf Basis blockstrukturierter
Workflows.
Wie in Abschnitt 5.1 beschrieben, dienen die vorgestellten Algorithmen als Grundlage für
die Basisalgorithmen zur automatischen Anpassung von Workflows und damit zur Be-
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rechnung valider Anpassungsmöglichkeiten bzw. zur Feststellung, ob das Löschen einer
Aktivität zu einem validen Workflow führt. Aufgrund ihrer Eigenständigkeit können sie
jedoch auch als Grundlage weiterer (in dieser Arbeit nicht betrachteter) Ansätze und wei-
terführender Algorithmen dienen.
5.4 Basisalgorithmen zur automatischen Anpassung von
Workflows
In diesem Abschnitt werden nach Anforderung 1 und 5 die Basisalgorithmen zum auto-
matischen Einfügen und Löschen einer Aktivität auf Basis der zuvor vorgestellten Analy-
sealgorithmen beschrieben. Für den Fall, dass eine Kontextinformation das Einfügen
einer Aktivität erfordert wird ein Algorithmus vorgestellt, der alle validen Anpas-
sungsmöglichkeiten für diese Aktivität berechnet (Unterabschnitt 5.4.1). Für den Fall,
dass eine Kontextinformation das Löschen einer Aktivität aus einem laufenden Workflow
erfordert, wird ein Algorithmus zur Feststellung, ob das Löschen der Aktivität zu einem
validen Workflow führt, vorgestellt (Unterabschnitt 5.4.2). Beide Algorithmen verlangen
neben anderen Parametern die Menge der zu berücksichtigenden Aktivitätsabhängigkei-
ten als Input. Diese Menge kann durch die Berücksichtigung der Anpassung, die eine
Kontextinformation verlangt, reduziert werden und damit die Effizienz der Adaptions-
schicht gesteigert werden (Unterabschnitt 5.4.3).
5.4.1 Algorithmus zur Berechnung valider Anpassungsmöglichkeiten
Als Grundlage für die Spezifikation des Algorithmus zur Berechnung aller validen An-
passungsmöglichkeiten werden im Folgenden zunächst die Möglichkeiten beschrieben,
nach denen eine Aktivität in einen Workflow eingefügt werden kann. Zu jeder Möglich-
keit wird dabei eine Funktion definiert, die das Einfügen einer Aktivität nach dieser Mög-
lichkeit unterstützt. Die Funktionen entsprechen Anpassungsmustern [WRR07], wie sie
von vielen adaptiven WfMS unterstützt werden [RRD03]. Sie fügen eine Aktivität zu-
sammen mit allen notwendigen Kontrollflusselementen und Kanten ein, um die Anpas-
sung zu vereinfachen. Sie bestehen folglich aus einer Menge atomarer Funktionen zum
Einfügen einzelner Workflow-Artefakte. Daraufhin wird aufbauend auf diesen Funktio-
nen, dem Framework aus Abschnitt 5.2 sowie den zuvor beschriebenen Validierungsalgo-
rithmen der Algorithmus zur Berechnung aller validen Anpassungsmöglichkeiten spezifi-
ziert. Eine Erläuterung des Algorithmus auf Basis von realen Anwendungsszenarien er-
folgt in Unterabschnitt 7.3.4.
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5.4.1.1 Möglichkeiten zum Einfügen einer Aktivität
Ausgehend von der Definition der in dieser Arbeit betrachteten Workflows (siehe Defini-
tion 5-1), kann eine Aktivität nach folgenden Möglichkeiten in einen Workflow eingefügt
werden:
Serielles Einfügen
Eine Aktivität kann seriell zwischen genau zwei mit einer Kante verbundenen Knoten
eingefügt werden. Definition 5-19 spezifiziert die dazu verwendete Funktion
sert(?,?, ?,?). Diese fügt eine beliebige Aktivität ? zwischen zwei Knoten ? und ? in
einen Workflow? ein.
Definition 5-19 (Serielles Einfügen):
Seien ? = (???) und ?? = (??? ??) zwei Workflows, ?,? ? ? zwei Knoten in?
und ? eine beliebige Aktivität mit ? ? ??. Es gilt:
- serialInsert(?,?, ?,?)??? mit
- ?? = ?? ? {?}
- ?? ? ? ? {(?,?)} ? {(?,?), (?,?)}
Abbildung 5-13 zeigt beispielhaft die Funktionsweise der Funktion serialInsert.
Abbildung 5-13: Funktionsweise der Funktion serialInsert
Nebenläufiges Einfügen
Eine weitere Möglichkeit eine Aktivität in einen Workflow einzufügen, ist das nebenläu-
fige Einfügen. Für diese Möglichkeit existieren zwei Varianten. In der ersten Variante
wird eine Aktivität nebenläufig zu allen Pfaden zwischen zwei Knoten eingefügt, in der
zweiten Variante nebenläufig zu einer Kante. Abbildung 5-14 zeigt ein Beispiel für einen
Workflow in dem die Aktivität ? nebenläufig zu der Kante ? eingefügt wurde.
Die zweite Variante des nebenläufigen Einfügens entspricht semantisch dem seriellen
Einfügen einer Aktivität. So entspricht beispielsweise das Ergebnis der Funktion serialIn-
sert() aus Abbildung 5-13 dem Workflow aus Abbildung 5-14. In beiden Fällen wird die
Aktivität ? direkt nach dem Knoten ? und vor dem Knoten ? ausgeführt. Da die Ausfüh-
rung dieser Variante des nebenläufigen Einfügens im Vergleich zum seriellen Einfügen
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aufwendiger ist (es müssen mehr Kanten und zusätzlich Kontrollflusselemente erstellt
werden), wird sie in dieser Arbeit nicht berücksichtigt.
Abbildung 5-14: Beispiel für einen Workflow in dem eine Aktivität ? nebenläufig zu der Kante ?
eingefügt wurde
Definition 5-20 spezifiziert die Funktion zum Einfügen einer Aktivität nach der ersten
Variante. Dazu fügt sie eine Aktivität ? nebenläufig zu allen Pfaden vom Knoten ? zum
Knoten ? in den Workflow? ein.
Definition 5-20 (Nebenläufiges Einfügen):
Seien ? = (???) und ?? = (??? ??) zwei Workflows und ? ? ??? ???? ??? und
? ? ??? ???? ??? zwei Knoten in?. Seien weiterhin ?,???  und ???  drei Knoten mit
TYPE(?) = Aktivität, TYPE(???) = AndSplit und TYPE(???) = AndJoin wobei
?,??? ,??? ? ?. Es gilt:
- concurrentInsert(?,?, ?,?)??? mit
- ?? = ?? ? {?, ??? ,???}
- ?? ? ? ? {IN(?), OUT(?)} ? {(directBeforeNode(x), ???), (??? ,?),(??? ,?), (?,???), (?,???), (??? , directBeforeNode(?))}
Abbildung 5-15 verdeutlicht die Funktionsweise der Funktion concurrentInsert an einem
Beispiel.
 Abbildung 5-15: Funktionsweise der Funktion concurrentInsert
Alternatives Einfügen
Mit dem alternativen Einfügen besteht eine weitere Möglichkeit eine Aktivität in einen
Workflow einzufügen. Ähnlich wie beim nebenläufigen Einfügen existieren auch für
diese Möglichkeit zwei Varianten. In der ersten Variante wird eine Aktivität alternativ zu
allen Pfaden zwischen zwei Knoten eingefügt. In der zweiten Variante wird eine Aktivität
alternativ zu einer Kante eingefügt. Im Gegensatz zum nebenläufigen Einfügen entspricht
die zweite Variante jedoch nicht dem seriellen Einfügen einer Aktivität, da stets die Mög-
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lichkeit besteht auszuwählen, ob die alternativ eingefügte Aktivität ausgeführt werden
soll oder nicht. Dies ist beim seriellen Einfügen nicht der Fall. Aus diesem Grund werden
in dieser Arbeit beide Varianten des alternativen Einfügens berücksichtigt. Definition
5-21 definiert die Funktion zum Einfügen einer Aktivität nach diesen Varianten. Die
Funktion alternativeInsertToPair() fügt eine Aktivität ? alternativ zu allen Pfaden vom
Knoten ? zum Knoten ? in? ein. Die Funktion alternativeInsertToEdge() fügt eine Ak-
tivität ? alternativ zu einer Kante ? in? ein.
Definition 5-21 (Alternatives Einfügen):
Seien ? = (???) und ?? = (??? ??) zwei Workflows und ? ? ??? ???? ??? und
? ? ??? ???? ??? zwei Knoten in?. Seien weiterhin ?,??? und ???  fünf Knoten mit
TYPE(?) = Aktivität, TYPE(???) = XorSplit und TYPE(???) = XorJoin wobei
?,??? ,??? ? ?. Es gilt:
- alternativeInsertToPair(?,?, ?,?)??? mit
- ?? = ?? ? {?, ??? ,???} und
- ?? ? ? ? {IN(?),OUT(?)} ? {(directPred(?), ???), (??? , ?), (??? ,?),(?,???), (?,???), (??? , directPred(?))}
- alternativeInsertToEdge(?,?, (?,?)) ??? mit
- ?? = ?? ? {?, ??? ,???} und
- ?? ? ? ? {(?,?)} ? {(?,???),(??? ,?), (?,???), (??? ,?),(??? ,???))
In Abbildung 5-16 und Abbildung 5-17 wird beispielhaft die Funktionsweise der Funkti-
onen alternativeInsertToPair() und alternativeInsertToEdge() beschrieben.
 Abbildung 5-16: Funktionsweise der Funktion alternativeInsertToPair
Abbildung 5-17: Funktionsweise der Funktion alternativeInsertToEdge
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5.4.1.2 Algorithmus zur Berechnung valider Anpassungsmöglichkeiten
In diesem Unterabschnitt wird der Algorithmus zur automatischen Berechnung aller vali-
den Anpassungsmöglichkeiten beschrieben. Dazu wird zunächst der Begriff Anpas-
sungsmöglichkeit formal definiert. Daraufhin erfolgt die Spezifikation des eigentlichen
Algorithmus.
Definition 5-22 (Anpassungsmöglichkeit):
Sei ? = (???) ein Workflow, ?,? ? ? zwei Knoten in ?, ? ein beliebiger Knoten
vom Typ Aktivität und ? = {‘serialInsert‘, ‘alternativeInsertToPair‘, ‘alternativeInsert-
ToEdge‘, ‘concurrentInsert‘} die Menge der Einfügefunktionen. Eine Anpassungsmög-
lichkeit ? wird durch ein Quadrupel (?,?, (?,?),?) mit ? ? ? beschrieben.
Nach Definition 5-22 entspricht eine Anpassungsmöglichkeit ? einer Einfügefunktion
und spezifiziert damit eine der zuvor vorgestellten Möglichkeiten, eine Aktivität in einen
Workflow einzufügen. Sie wird als Quadrupel (?,?, (?,?),?) spezifiziert. Der Wert der
Variable ? entspricht dem Namen der Einfügefunktion, die Variablen ?, (?,?) und ?
ihren Parametern. Für den Fall ? ? {‘serialInsert‘, ‘alternativeInsertToPair‘, ‘concurren-
tInsert‘} entsprechen die Parameter ? und ? aus dem Paar (?,?) den gleichnamigen Pa-
rametern der entsprechenden Einfügefunktion. Gilt ? = ‘alternativeInsertToEdge‘ spezi-
fizieren die Parameter ? und ? aus dem Paar (?,?) eindeutig den Anfang und das Ende
der Kante ?, zu der die Aktivität ? alternativ eingefügt werden soll. Die Anpassungsmög-
lichkeit
? = (‘serialInsert‘, Dekontamination, (Räumung, Transport), Evakuierung)
spezifiziert beispielsweise das serielle Einfügen der Aktivität Dekontamination zwischen
den beiden Aktivitäten Räumung und Transport in den Workflow Evakuierung. Damit
entspricht diese Anpassungsmöglichkeit der Einfügefunktion
serialinsert(Evakuierung,Dekontamination,Räumung,Transport).
Weitere Beispiele für Anpassungsmöglichkeiten, speziell aus realen Anwendungsszenari-
en, werden in Unterabschnitt 7.3.5 vorgestellt.
Basierend auf Definition 5-22, dem Framework aus Abschnitt 5.2, den im vorherigen
Unterabschnitt spezifizierten Funktionen zum Einfügen von Aktivitäten sowie den in
Unterabschnitt 5.3.2 vorgestellten Analysealgorithmen, ermittelt Algorithmus 5 alle vali-
den Anpassungsmöglichkeiten für eine Aktivität ? in einem Workflow ?. Neben ? und
? erhält der Algorithmus dazu als Input die Menge der zu berücksichtigenden zustands-
bezogenen Einschränkungen ? (siehe Definition 5-17), die Menge der zu berücksichtigen
Aktivitätsabhängigkeiten ? (siehe Definition 5-6) und eine Teilmenge ? des Kartesi-
schen Produktes der Menge?, in der nur (?,?) Paare berücksichtigt werden, für die gilt:
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Algorithmus 5 Berechnung valider Anpassungsmöglichkeiten
Input: Workflow?, einzufügende Aktivität ?, zustandsbezogene Einschränkungen ?,
Aktivitätsabhängigkeiten ?,? = {(?,?)|?, ? ? ? ? regr2(?,?)}
Output: valide Anpassungsmöglichkeiten ?
1: ? = NIL;
2: ???????1, ???????2, ???????3, ???????4 =?;
3: ??? ??? (?, ?) in? ??
4:   if (‘sInsert’, TYPE(?), status(?,?)) ? ? then
5: concurrentInsert(???????1, ?, ?, y);
6: alternativeInsertToPair(???????2, ?, ?, ?);
7:     transformiere ???????1 in Petri Netz ????1;
8:     transformiere ???????2 in Petri Netz ????2;
9: if ????1 ist sound then
10: if ???????1 ist valide gegenüber ? then
11:         füge (‘concurrentInsert‘,TYPE(?), ?, ?,?) ? hinzu;
12: end if
13:     end if
14:     if ????2 ist sound then
15: if ???????2 ist valide gegenüber ? then
16:         füge (‘alternativeInsertToPair‘,TYPE(?), ?, ?,?) ? hinzu;
17: end if
18:     end if
19:   end if
20:   if ? ? directAfterNodes(?,?) then
21:     if (‘sInsert’, TYPE(?), status(?,?)) ? ? then
22:       serialInsert(???????3, ?, ?, y);
23:       alternativeInsertToEdge(???????4, ?, (?,?));
24:       transformiere ???????3 in Petri Netz ????3;
25: transformiere ???????4 in Petri Netz ????4;
26:       if ????3 ist sound then
27: if ???????3 ist valide gegenüber ? then
28:           füge (‘serialInsert‘,TYPE(?), ?, ?,?) ? hinzu;
29: end if
30:       end if
31: if ????4 ist sound then
32: if ???????4 ist valide gegenüber ? then
33:           füge (‘alternativeInsertToEdge‘,TYPE(?), ?, ?,?) ? hinzu;
34: end if
35:       end if
36:     end if
37:   end if
38: ???????1, ???????2, ???????3, ???????4 =?;
39: end for
? ist ein Vorgängerknoten von ? (? ? regr(?)), oder ? und ? liegen auf unterschiedlichen
Zweigen einer Verzweigung oder ? und ? sind identisch. Die Ermittlung der Menge ?
Teil 1
Teil 2
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erfolgt auf Basis der Funktion regr2. Als Output liefert der Algorithmus die Menge aller
validen Anpassungsmöglichkeiten ? (siehe Definition 5-22) für die Aktivität ? in?.
Der Algorithmus ist in zwei Teile unterteilt. Im ersten Teil (Zeile 4-19) werden alle vali-
den Anpassungsmöglichkeiten berechnet, welche dem nebenläufigen Einfügen sowie der
ersten Variante des alternativen Einfügens (alternatives Einfügen einer Aktivität zu allen
Pfaden zwischen zwei Knoten) entsprechen. Im zweiten Teil (Zeile 20-37) erfolgt die
Berechnung aller validen Anpassungsmöglichkeiten, welche dem seriellen sowie alterna-
tiven Einfügen der zweiten Variante (alternatives Einfügen einer Aktivität zu einer Kante)
entsprechen.
Für den ersten Teil führt der Algorithmus für jedes Paar in ? folgende Schritte aus: Zu-
nächst überprüft er auf Basis von Definition 5-18, ob die Menge der zu berücksichtigen-
den zustandsbezogenen Einschränkungen ? das Einfügen der Aktivität ? vor dem Knoten
? erlauben (Zeile  4).  Dies ist  notwendig,  da im Falle  des nebenläufigen Einfügens einer
Aktivität bzw. des alternativen Einfügens einer Aktivität nach der ersten Variante, der
strukturell erste Knoten (ein AndSplit oder XorSplit) vor ? eingefügt wird (siehe Definiti-
on 5-20 und Definition 5-21). Wenn die Überprüfung erfolgreich ist, fügt der Algorith-
mus mit Hilfe der Funktionen concurrentInsert und alternativeInsertToPair die Aktivität
? nebenläufig bzw. alternativ in die Workflows pdValid1 und pdValid2 ein (Zeile 5 und
6). Die Workflows pdValid1 und pdValid2 sind Kopien von? und werden benötigt, um
sicherzustellen, dass jede Anpassungsmöglichkeit auf Basis der Originalstruktur des ein-
gelesenen Workflows? ermittelt wird.
Daraufhin überprüft der Algorithmus, ob die angepassten Workflows sound sind. Dazu
transformiert er pdValid1 und pdValid2 zunächst  nach Definition 5-5 in die  Petri  Netze
pdPN1 und pdPN2 (Zeile 7 und 8). Danach überprüft er (auf Basis existierender Ansätze),
ob pdPN1 und pdPN2 sound sind (Zeile 9 und 14). Nach Proposition 1 gilt, dass pdValid1
und pdValid2 sound sind, wenn pdPN1 und pdPN2 sound sind. Sind pdValid1 und
pdValid2 sound und damit syntaktisch korrekt, überprüft der Algorithmus auf Basis von
Definition 5-9 sowie den Analysealgorithmen aus Unterabschnitt 5.3.2, ob sie zudem
valide gegenüber der Menge der zu berücksichtigenden Aktivitätsabhängigkeiten ? sind
(Zeile 10 und 15). Sind die Workflows sowohl sound und als auch semantisch valide, fügt
der Algorithmus die Anpassungsmöglichkeiten v? = (‘concurrentInsert‘,TYPE(?),
?, ?,?) und v? = (‘alternativeInsertToPair‘,TYPE(?), ?, ?,?) der Menge der validen
Anpassungsmöglichkeiten ? hinzu (Zeile 11 und 16).
Die Berechnung der validen Anpassungsmöglichkeiten, welche dem seriellen sowie dem
alternativen Einfügen der zweiten Variante entsprechen, erfolgt analog. Der einzige Un-
terschied liegt darin, dass überprüft werden muss, ob ? unter der Berücksichtigung der
zustandsbezogenen Einschränkungen ? vor ? (anstelle vor ?) eingefügt werden darf, da
in diesem Fall nach Definition 5-21 und Definition 5-19 der erste Knoten vor ? eingefügt
wird (Zeile 21). Da, wie bereits erwähnt, die Funktionen serialInsert und alternativeIn-
sertToEdge nur genau dann einen Workflow in einen sound Workflow überführen, wenn
? ein direkter struktureller Vorgänger von ? ist, wird vor der Soundness-Validierung
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zusätzlich überprüft, ob diese Bedingung erfüllt ist (Zeile 20). Dadurch werden unnötige
Soundness-Überprüfungen vermieden.
Die Iteration über die Menge ? ist notwendig, um alle validen Anpassungsmöglichkeiten
zu berechnen. Um unnötige Schleifendurchläufe zu vermeiden, beinhaltet ? jedoch nicht
alle Elemente ((?,?) Paare) des Kartesischen Produktes der Menge ?, sondern nur die-
jenigen für die gilt: ? ist ein Vorgängerknoten von ? (? ? regr(?)), oder ? und ? liegen
auf unterschiedlichen Zweigen einer Verzweigung oder ? und ? sind identisch. Für alle
anderen  Paare  steht  bereits  im  Vorhinein  per  Definition  fest,  dass  auf  ihrer  Basis  die
Funktionen concurrentIsnert, alternativeInsertToPair, alternativeInsertToEdge und se-
rialInsert nur Workflows erstellen, welche nicht sound sind (siehe Definition 5-21 und
Definition 5-19).
Vollständigkeit der Anpassungsmöglichkeiten
Die Menge der von Algorithmus 5 berechneten Anpassungsmöglichkeiten ist nicht voll-
ständig. Folgende zwei Anpassungsmöglichkeiten werden nicht berücksichtigt:
Nebenläufiges Einfügen einer Aktivität zu einer Kante  Wie in Unterabschnitt 5.4.1.1
beschrieben, wird in dieser Arbeit die Möglichkeit eine Aktivität nebenläufig zu einer
Kante einzufügen nicht betrachtet, da sie semantisch dem seriellen Einfügen einer Aktivi-
tät entspricht. Aus diesem Grund wird auch die entsprechende Anpassungsmöglichkeit,
welche das Einfügen einer Aktivität nebenläufig zu einer Kante vorsieht, nicht betrachtet.
Einfügen eines Splits vor einem Join bzw. Einfügen eines Joins vor einem Split Wei-
terhin werden von Algorithmus 5 keine Anpassungsmöglichkeiten berechnet, deren Aus-
führung dazu führt, dass ein Split vor einem Join oder ein Join vor einem Split eingefügt
wird. Dieser Fall tritt beispielsweise ein, wenn auf Basis von Algorithmus 5 in dem in
Abbildung 5-18 dargestellten Workflow eine Aktivität ? nebenläufig zu allen Pfaden von
? nach ? eingefügt werden soll.
Abbildung 5-18: Beispiel eines Workflows
Da der Join ? über zwei eingehende Kanten verfügt kann die Ausführung dieser Anpas-
sungsmöglichkeit zu zwei Anpassungspositionen führen (siehe Abbildung 5-19) und ist
damit nicht eindeutig.
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Abbildung 5-19: Zwei Anpassungspositionen für den Fall, dass eine Aktivität nebenläufig zu allen
Pfaden von ? nach ? eingefügt werden soll
Diese Art von Anpassungsmöglichkeiten wird in dieser Arbeit jedoch nicht betrachtet und
per Definition 5-20 und Definition 5-21 ausgeschlossen, da die zu ihrer Ausführung benö-
tigten Einfügefunktionen von den gängigen adaptiven WfMS nicht unterstützt werden.
Wie ADEPT [RRD03] verlangen diese meist, dass die Ausführung jeder Anpassungs-
möglichkeit zu einer eindeutigen Anpassungsposition führt [RD98]. Da die Ausführung
der beschriebenen Anpassungsmöglichkeiten, wie bereits dargestellt, jedoch zu mehreren
Anpassungspositionen führen kann, werden sie nicht unterstützt.
5.4.2 Algorithmus zum validen Löschen einer Aktivität
Aufbauend auf den in Abschnitt 5.3 vorgestellten Algorithmen zur semantischen Validie-
rung von Workflows, wird in diesem Unterabschnitt der Algorithmus beschrieben, der
feststellt, ob das Löschen einer Aktivität aus einem validen Workflow wiederum zu ei-
nem validen Workflow führt. Dieser Algorithmus beschreibt das grundlegende Vorgehen
der Adaptionsschicht für den Fall, dass eine Kontextinformation das Löschen einer Akti-
vität erfordert. Der Algorithmus basiert auf folgender Funktion zum Löschen einer Akti-
vität aus einem Workflow.
Definition 5-23 (Funktion zum Löschen einer Aktivität):
Seien? = (???) und?? = (??? ??) zwei Workflows und ? ? ? eine Aktivität in?.
Es gilt:
- delete(?,?) ??? mit
- ?? = ?? ? {?}
- ?? ? ? ? {IN(?), OUT(?)} ? {(dirctPred(?),directSucc(?))}
Abbildung 5-20 verdeutlicht die Funktionsweise der Funktion delete an einem Beispiel.
Abbildung 5-20: Funktionsweise der Funktion delete
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Als Input erhält Algorithmus 6 einen Workflow ?, eine Aktivität ? sowie eine Menge
von zustandsbezogenen Einschränkungen ? und Aktivitätsabhängigkeiten ?. Als Output
liefert der Algorithmus die boolsche Variable deletionIsValid, welche spezifiziert, ob das
Löschen der Aktivität ? aus dem Workflow? unter der Berücksichtigung der zustands-
bezogenen Einschränkungen ? und der Aktivitätsabhängigkeiten ? zu einem semantisch
und syntaktisch validen Workflow führt. Dazu überprüft er zunächst nach Definition
5-18, ob die Menge der zu berücksichtigenden zustandsbezogenen Einschränkungen das
Löschen der Aktivität ? erlaubt (Zeile 3). Ist dies der Fall, löscht der Algorithmus ? aus
dem Workflow? auf Basis der Funktion delete aus Definition 5-23 (Zeile 4). Daraufhin
überprüft er, ob pdValid syntaktisch korrekt ist. Wie Algorithmus 5 transformiert er dazu
nach Definition 5-5? in ein Petri Netz (pdPN) und überprüft, ob dieses sound ist (Zeile
5 und 6). Ist pdPN und damit ? sound, überprüft er auf Basis von Definition 5-9 sowie
den Analysealgorithmen aus Unterabschnitt 5.3.2, ob? valide gegenüber der Menge der
zu berücksichtigenden Aktivitätsabhängigkeiten ? ist (Zeile 6). Ist? sowohl semantisch
als auch syntaktisch korrekt, ist sichergestellt, dass das Löschen von ? aus ? zu einem
validen Wokflow führt (Zeile 7).
Algorithmus 6 Validitätsprüfung einer Löschfunktion
Input: Workflow?, zu löschende Aktivität ?, zustandsbezogene Einschränkungen ?,
Aktivitätsabhängigkeiten ?
Output: boolean ???????????????;
1: ??????????????? = ?????;
2: if (‘sDelete’, TYPE(?), status(?,?)) ? ? then
3: delete(?,?);
4:   transformiere? in Petri Netz ????;
5: if ???? ist sound then
6: if? ist valide gegenüber ? then
7: ??????????????? = ????;
8: end if
9:   end if
10: end if
5.4.3 Zusammenhang von Anpassungsoperationen und Abhängigkeiten
Die zuvor beschriebenen Algorithmen setzen die Spezifikation einer Menge von Aktivi-
tätsabhängigkeiten voraus, welche ihnen als Input übergeben werden. Im einfachsten Fall
beinhaltet diese Menge die Anzahl aller spezifizierten Aktivitätsabhängigkeiten. So kann
auf einfache Weise sichergestellt werden, dass alle relevanten Aktivitätsabhängigkeiten,
welche zur Berechnung der validen Anpassungsmöglichkeiten benötigt werden, auch
berücksichtigt werden. Abhängig von der Anzahl der Abhängigkeiten in dieser Menge, ist
dieser Ansatz jedoch sehr aufwendig und zeitintensiv, da die Workflows eventuell gegen
eine Vielzahl nicht relevanter Aktivitätsabhängigkeiten validiert werden.
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Im Folgenden wird abhängig von der Anpassung, die eine Kontextinformation verlangt
sowie der Anpassungsfunktionen zur Ausführung dieser Anpassung beschrieben, welche
Teilmenge der spezifizierten Aktivitätsabhängigkeiten berücksichtigt werden muss und
damit relevant für den Berechnungsprozess ist. Durch die Betrachtung dieses Zusammen-
hangs ist es möglich, die Menge der Aktivitätsabhängigkeiten, gegen die ein Workflow
zur Berechnung aller validen Anpassungsmöglichkeiten validiert werden muss, zu redu-
zieren und damit die Effizienz der geplanten Adaptionsschicht zu steigern. Beispiele für
die Reduzierung der zu berücksichtigenden Aktivitätsabhängigkeiten aus der realen Welt
werden in Unterabschnitt 7.3.3 vorgestellt.
Einfügen einer Aktivität
Verlangt eine Kontextinformation das Einfügen einer Aktivität ? in einen Workflow?
müssen alle ausgehenden Abhängigkeiten von ? berücksichtigt werden, da diese nach
Definition 5-8 durch die Anpassung verletzt werden können.
Wird eine Aktivität ? alternativ zu allen Pfaden ?? zwischen zwei Knoten ? und ? in
einen Workflow? eingefügt, besteht per Definition 5-8 die Möglichkeit, dass bestehen-
de Aktivitätsabhängigkeiten vom Typ require, die zwischen einer Aktivität, die sich in ??
befindet und einer weiteren, die sich nicht in ?? befindet, verletzt werden. Um dies zu
erkennen, müssen zusätzlich alle eingehenden und ausgehenden Aktivitätsabhängigkeiten
aller Aktivitäten in ?? vom Typ require berücksichtigt werden.
Durch das Einfügen einer Aktivität ist es per Definition möglich, dass vor der Anpassung
erfüllte Aktivitätsabhängigkeiten vom Typ directSerialBefore bzw. directSerialAfter nach
der Anpassung verletzt werden. Abbildung 5-21 zeigt dies anhand eines Beispiels.
Abbildung 5-21: Verletzung von Aktivitätsabhängigkeiten vom Typ directSerialBefore bzw. di-
rectSerialAfter durch das serielle Einfügen einer Aktivität.
In dem Workflow? aus Abbildung 5-21 gelten folgende Aktivitätsabhängigkeiten:
?? = ?? ??????????????????? ?
?? = ?? ?????????????????? ?
Wird die Aktivität ? seriell  zwischen die  Knoten ? und ? eingefügt, sind die Abhängig-
keiten ?? und ?? per Definition 5-8 nicht mehr erfüllt. Um solche Verletzungen festzu-
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stellen, müssen zusätzlich alle ausgehenden Aktivitätsabhängigkeiten vom Typ directSe-
rialAfter von denjenigen Aktivitäten berücksichtigt werden, nach denen direkt aufgrund
der Anpassung ein Knoten eingefügt wird. Durch die bidirektionale Eigenschaft vom
Aktivitätsabhängigkeitstyp directSerialAfter ist  es  nicht  notwendig,  zusätzlich  die  zuge-
hörigen Aktivitätsabhängigkeiten vom Typ directSerialBefore zu berücksichtigen.
Alle anderen Aktivitätsabhängigkeiten müssen für den Fall, dass eine Aktivität in einen
Workflow eingefügt wird nicht, berücksichtigt werden.
Löschen einer Aktivität
Fordert eine Kontextinformation das Löschen einer Aktivität ? aus einem Workflow?
müssen alle eingehenden Aktivitätsabhängigkeiten von ? vom Typ require berücksichtigt
werden. Alle anderen Abhängigkeiten können per Definition durch das Löschen einer
Aktivität nicht verletzt werden.
5.4.4 Zusammenfassung
In diesem Abschnitt wurden nach den Anforderungen 1-5 die Basisalgorithmen zum au-
tomatischen Einfügen und Löschen von Aktivitäten beschrieben. Algorithmus 5 berech-
net alle validen Anpassungsmöglichkeiten für den Fall, dass eine Kontextinformation das
Einfügen einer Aktivität erfordert. Algorithmus 6 ermittelt für den Fall, dass eine Kon-
textinformation das Löschen einer Aktivität erfordert, ob das Löschen dieser Aktivität zu
einem validen Workflow führt. Die Algorithmen wurden auf Basis der in Unterabschnitt
5.3.2 vorgestellten Analysealgorithmen sowie dem Framework zur Spezifikation der Va-
liditätskriterien aus Abschnitt 5.2 beschrieben. Weiterhin wurde gezeigt, wie unter Be-
rücksichtigung der erforderlichen Anpassung, die Anzahl der Aktivitätsabhängigkeiten,
die von den Algorithmen berücksichtigt werden muss, reduziert werden kann und wie
damit die Effizienz der Adaptionsschicht gesteigert werden kann.
Die vorgestellten Algorithmen dienen wie in Abschnitt 5.1 beschrieben als Grundlage für
die Spezifikation der Adaptionsschicht im folgenden Kapitel. Aufgrund ihrer Eigenstän-
digkeit können sie auch als Grundlage für weitere Ansätze und Algorithmen dienen. Wie
bereits erwähnt, können sie beispielsweise die Basis für Ansätze zur vollautomatischen
Anpassung von Workflows und für Algorithmen zur Berechnung von Anpassungsmög-
lichkeiten für höherwertige Anpassungen, wie zum Beispiel das Verschieben und Erset-
zen einer Aktivität, oder das Einfügen mehrerer Aktivitäten bilden.
5.5 Zusammenfassung
In diesem Kapitel wurden die grundlegenden Konzepte erarbeitet, welche die Adaptions-
schicht zur Berechnung aller validen Anpassungsmöglichkeiten benötigt.
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Zunächst wurde ein Framework vorgestellt, welches eindeutig die Bedingungen, unter
denen eine Workflow valide gegenüber einer Menge von zustandsbezogenen Einschrän-
kungen bzw. Aktivitätsabhängigkeiten ist, spezifiziert. Das Framework ist sprachen- und
technologieunabhängig und basiert auf einem Workflow-Formalismus, der die Definition
aller in dieser Arbeit betrachteten Zustände ermöglicht. Der Formalismus wurde als spe-
zialisiertes Fragment von Petri Netzen in einer anderen Notation beschrieben, die eine
einfachere und effizientere Validierung der Workflows nach Aktivitätsabhängigkeiten
ermöglicht (siehe Unterabschnitt 7.4.1). Aufbauend auf dem Framework wurden die, zur
Validierung von Workflow nach Aktivitätsabhängigkeiten benötigten, Algorithmen vor-
gestellt. Sie berücksichtigen alle in dieser Arbeit betrachteten Typen von Aktivitätsab-
hängigkeiten und können effizient implementier werden (siehe Unterabschnitt 7.4.1). Auf
Grundlage der Algorithmen wurden die Basisalgorithmen zur automatischen Anpassung
von Workflows beschrieben. Sie unterstützen die Berechnung aller validen Anpas-
sungsmöglichkeiten bzw. die Ermittlung ob das Löschen einer Aktivität zu einem validen
Workflow führt. Wie in Unterabschnitt 7.4.1 gezeigt, können diese Algorithmen ebenfalls
effizient implementiert werden.
Die vorgestellten Konzepte sind eigenständig und können als Grundlage weiterführender
Ansätze und Algorithmen dienen und somit zur Lösung von Problemen beitragen, welche
in dieser Arbeit nicht betrachtet werden.
Wie in Abschnitt 5.1 beschrieben erfolgt im nächsten Kapitel, aufbauend auf den vorge-
stellten Konzepten, die Spezifikation der Adaptionsschicht.
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6
Spezifikation der Adaptionsschicht
Ziel dieser Arbeit ist die Konzeption einer Adaptionsschicht zur automatischen Berech-
nung und Ausführung aller validen Anpassungsmöglichkeiten. Die Adaptionsschicht soll
dabei zwischen einem Kontextdienst, von dem sie die relevanten Kontextinformationen
erhält und einem adaptiven WfMS, auf dessen Basis sie die Anpassungsmöglichkeiten
ausführt, eingesetzt werden (siehe Abschnitt 1.3). Ziel dieser Arbeit ist es nicht, eines
dieser beiden Systeme neu zu entwickeln. Vielmehr soll die Adaptionsschicht zwischen
möglichst vielen bestehenden Kontextdiensten und adaptiven WfMS eingesetzt werden
können, um vielseitig anwendbar zu sein.
Im vorherigen Kapitel wurden mit dem Framework zur Spezifikation der Validitätskrite-
rien, den Algorithmen zur Validierung von Workflows nach Aktivitätsabhängigkeiten
und den Basisalgorithmen zur automatischen Anpassung von Workflows die grundlegen-
den Konzepte der Adaptionsschicht entwickelt. Wie im Lösungsansatz in Abschnitt 5.1
erläutert, erfolgt in diesem Kapitel darauf aufbauend die Spezifikation der Adaptions-
schicht. Diese umfasst die Spezifikation der Architektur der Adaptionsschicht, die detail-
lierte Spezifikation ihrer Komponenten sowie die Beschreibung der Bedingungen unter
denen Kontextdienste bzw. adaptive WfMS an die Adaptionsschicht angebunden werden
können. Letzteres ist notwendig, da die Adaptionsschicht zwischen existierenden Kon-
textdiensten und existierenden adaptiven WfMS eingesetzt werden soll.
Das Ziel der Spezifikation ist es, die Grundlage für die Implementierung der Adaptions-
schicht sowie für ihre Anbindung an zahlreiche bestehende Kontextdienste und adaptive
WfMS zu bilden. Dazu wird in Abschnitt 6.1 zunächst ein Überblick über die Adaptions-
schicht und deren Architektur gegeben. Zudem wird der grundlegende Anpassungspro-
zess zur Berechnung aller validen Anpassungsmöglichkeiten durch die Adaptionsschicht
beschrieben. Daraufhin werden in Abschnitt 6.2 die Randbedingungen spezifiziert, wel-
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che von Kontextdiensten bzw. adaptiven WfMS erfüllt sein müssen, damit die Adaptions-
schicht ihre Anbindung unterstützt. In Abschnitt 6.3 erfolgt eine vertiefte Beschreibung
aller Komponenten der Architektur der Adaptionsschicht. Dabei werden im Detail die
Aufgaben, die Funktionsweise sowie die Konzeption der Komponenten erläutert. Das
Ende dieses Kapitels bildet eine Zusammenfassung in Abschnitt 6.4.
6.1 Überblick über die Adaptionsschicht
In diesem Abschnitt wird ein Überblick über die Adaptionsschicht gegeben. Es wird zu-
nächst das grundlegende Designprinzip der Adaptionsschicht beschrieben (Unterabschnitt
6.1.1). Daraufhin werden schrittweise die Architektur der Adaptionsschicht sowie deren
Komponenten vorgestellt. Zudem wird spezifiziert, welche Komponente die im vorheri-
gen Kapitel vorgestellten Konzepte umsetzt (Unterabschnitt 6.1.2). Weiterhin wird ein
Überblick über den Anpassungsprozess der Adaptionsschicht gegeben (Unterabschnitt
6.1.3). Dieser beschreibt, welche Schritte notwendig sind, um das Ziel der Adaptions-
schicht (die Berechnung und Ausführung aller validen Anpassungsmöglichkeiten auf
Basis einer Kontextinformation) zu erreichen und erklärt wie die Komponenten der Adap-
tionsschicht zur Umsetzung dieser Schritte miteinander interagieren. Eine vertiefte Be-
schreibung der Komponenten sowie deren Interaktion erfolgt in Abschnitt 6.3.
6.1.1 Designprinzip der Adaptionsschicht
Die Adaptionsschicht wird als eigenständige Schicht entwickelt und zwischen einem
existierenden Kontextdienst und einem existierenden adaptiven WfMS eingesetzt (siehe
Abbildung 1-2). Vom Kontextdienst erhält sie die relevanten Kontextinformationen, be-
rechnet auf ihrer Basis nach den zuvor vorgestellten Konzepten alle validen Anpas-
sungsmöglichkeiten und führt diese mit Hilfe des adaptiven WfMS auf den betroffenen
Workflow-Instanzen aus.
Durch die Entwicklung der Adaptionsschicht als eigenständige Schicht wird die von ihr
ausgeführte Anpassungslogik gekapselt und damit getrennt von der Anwendungslogik
(Workflow-Logik) betrachtet. Dies hat den Vorteil, dass die Anpassungslogik einfacher
verwaltet und angepasst werden kann. Zudem unterstützt die Kapselung die Unabhängig-
keit der Adaptionsschicht von den eingesetzten adaptiven WfMS. Dies ermöglicht die
Einsetzung unterschiedlicher WfMS zur Ausführung der berechneten Anpassungsmög-
lichkeiten, wenn sie den in dieser Arbeit spezifizierten Anforderungen (siehe Unterab-
schnitt 6.2.2) entsprechen. Gleiches gilt für den eingesetzten Kontextdienst.
Alternativ zur Kapselung der Anpassungslogik in einer eigenen Schicht wäre ein anwen-
dungszentrierter Ansatz denkbar. Bei diesem würde die Anpassungslogik in ein vorhan-
denes adaptives WfMS oder direkt in das Workflow-Modell integriert werden. Dieser
Ansatz wird in vielen der in Abschnitt 4.1 beschriebenen Arbeiten verwendet. Er hat je-
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doch den Nachteil, dass er durch die „Vermischung“ der Anpassungslogik mit der An-
wendungslogik die Verwaltung der Anpassungslogik sowie die Verwendung verschiede-
ner existierender adaptiver WfMS erschwert.
6.1.2 Architektur der Adaptionsschicht
Abbildung 6-1 zeigt eine abstrakte Sicht auf die konzeptionelle Architektur der Adapti-
onsschicht. Die Adaptionsschicht besteht aus zwei zentralen abstrakten Komponenten:
Der Anpassungskomponente und dem Workflow Manager. Im Folgenden werden die
grundlegenden Aufgaben dieser Komponenten beschrieben.
Abbildung 6-1: Abstrakte Komponenten der Adaptionsschicht
Workflow Manager Zur Berechnung valider Anpassungsmöglichkeiten benötigt die
Adaptionsschicht Informationen über die Struktur und den Ausführungszustand aller im
adaptiven WfMS geladenen und ausgeführten Workflow-Instanzen, welche möglicher-
weise auf Basis einer Kontextinformation angepasst werden müssen. Um stets Zugriff auf
diese Informationen zu haben, bietet es sich an, dass von der Adaptionsschicht zu jeder
laufenden Workflow-Instanz ein erweitertes Workflow-Modell gepflegt wird, welches
jederzeit neben der Struktur auch den aktuellen Ausführungszustand der zugehörigen
Instanz widerspiegelt. Auf Basis dieser Modelle kann die Berechnung der Anpas-
sungsmöglichkeiten unabhängig von der laufenden Instanz ausgeführt werden. Dies ist
von großer Bedeutung, da so ungewollte Auswirkungen auf die Workflow-Instanzen und
damit die zugehörigen Geschäftsprozesse vermieden werden. Aufgrund der Äquivalenz
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validen Anpassungsmöglichkeiten auch valide gegenüber den zugehörigen Workflow-
Instanzen und können somit problemlos auf diesen ausgeführt werden.
Die Persistierung und Pflege dieser Modelle sowie die Verwaltung des Zugriffs auf sie ist
die Aufgabe des Workflow Managers. Die zur Pflege der Modelle notwendigen Informa-
tionen erhält der Workflow Manager vom adaptiven WfMS.
Der Prozess zur Pflege der Modelle läuft unabhängig von dem eigentlichen Anpassungs-
prozess, welcher von der Anpassungskomponente ausgeführt wird. Der Anpassungspro-
zess wird nur angestoßen, wenn eine Kontextinformation eingetroffen ist. Der Prozess zur
Pflege des Modells hingegen ist ein kontinuierlicher Prozess. Er beginnt, sobald mindes-
tens ein Workflow im adaptiven WfMS geladen ist und endet erst, wenn der letzte
Workflow ausführt wurde.
Anpassungskomponente  Die Anpassungskomponente ist für die eigentliche Berech-
nung und Ausführung aller valider Anpassungsmöglichkeiten auf Basis einer Kontextin-
formation verantwortlich. Zur Berechnung der Anpassungsmöglichkeiten nutzt sie die
vom Workflow Manager gepflegten erweiterten Workflow-Modelle. Zur Ausführung der
Anpassungsmöglichkeiten zur Laufzeit nutzt sie die Funktionalität des eingesetzten adap-
tiven WfMS.
Abbildung 6-2 zeigt die detaillierte Sicht auf die konzeptionelle Architektur der Adapti-
onsschicht. Aus ihr ist ersichtlich, welchen konkreten Komponenten die abstrakten Kom-
ponenten enthalten.
Der Workflow Manager umfasst das Workflow Model Repository und den Workflow Mo-
del Manager. Im Workflow Model Repository werden die erweiterten Workflow-Modelle
der geladenen und laufenden Workflow-Instanzen aus dem adaptiven WfMS gespeichert.
Die Verwaltung und Aktualisierung der Modelle sowie der Zugriff auf diese erfolgt über
den Workflow Model Manager. Die notwendigen Informationen zur Aktualisierung der
Modelle erhält der Workflow Model Manager vom adaptiven WfMS.
Die Anpassungskomponente beinhaltet drei Modelle: Das Anpassungsmodell (AM), das
Zustandseinschränkungsmodell (ZEM) und das Aktivitätsabhängigkeitsmodell (AAM).
Das Anpassungsmodell dient der automatischen Abbildung von Kontextinformationen
auf Anpassungen. Dazu beschreibt es, welche Kontextinformationen unter welchen Be-
dingungen welche sogenannten Kontextanpassungen erfordern. Eine Kontextanpassung
spezifiziert eine grundlegende Anpassung (Einfügen oder Löschen einer bestimmten Ak-
tivität) sowie den Typ des Workflows, auf dem die Anpassung ausgeführt werden soll.
Im Aktivitätsabhängigkeitsmodell werden alle zu berücksichtigenden Aktivitätsabhän-
gigkeiten (siehe Definition 5-6) hinterlegt. Das Zustandseinschränkungsmodell dient der
Persistierung der zu berücksichtigenden zustandsbezogenen Einschränkungen (siehe De-
finition 5-17).
Die Verwaltung sowie der Zugriff auf alle Modelle, erfolgt über dedizierte Manager; dem
AM Manager, dem ZEM Manager und dem AAM Manager. Aufgrund der einfachen Um-
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setzung der Validierung von Anpassungen, gegen die im Zustandseinschränkungsmodell
spezifizierten zustandsbezogenen Einschränkungen, übernimmt der ZEM Manager diese
zusätzlich auf Basis von Definition 5-18.
Abbildung 6-2: Konzeptionelle Architektur der Adaptionsschicht
Weiterhin beinhaltet die Anpassungskomponente den Semantic Analyzer und den Syntax
Analyzer. Der Semantic Analyzer dient der semantischen Analyse von Workflows nach
Aktivitätsabhängigkeiten. Er basiert auf Definition 5-9 und wird mit Hilfe der in Unterab-
schnitt 5.3.2 beschriebenen Algorithmen zur Validierung von Workflows nach Aktivitäts-
abhängigkeiten umgesetzt. Der Syntax Analyzer überprüft die Soundness-Eigenschaft
von Petri Netzen und wird nach Proposition 1 zur Soundness-Validierung (syntaktischen
Validierung) der betrachteten Workflows verwendet.
Die Interaktion zwischen dem Anwender und der Adaptionsschicht erfolgt über die Be-
nutzerschnittstelle. Über diese können beispielsweise die Modelle angepasst werden und
eine Anpassungsmöglichkeit zur Ausführung ausgewählt werden.
Die zentrale Komponente der Adaptionsschicht ist die Adaptation Engine. Sie koordiniert
auf Basis aller anderen Komponenten den Prozess zur Berechnung aller valider Anpas-
sungsmöglichkeiten. Dieser wird im folgenden Unterabschnitt skizziert und im Laufe
dieses Kapitels vertieft beschrieben.
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6.1.3 Überblick über den Anpassungsprozess
Abbildung 6-3 zeigt den grundlegenden Ablauf des von der Adaptionsschicht ausgeführ-
ten und von der Adaptation Engine koordinierten Anpassungsprozesses zur Berechnung
und Ausführung aller valider Anpassungsmöglichkeiten sowie die Komponenten, welche
an dessen Umsetzung beteiligt sind.
Abbildung 6-3: Von der Adaptation Engine koordinierter Anpassungsprozess
Im ersten Schritt des Anpassungsprozesses liest die Engine eine vom Kontextdienst be-
reitgestellte Kontextinformation ein. Daraufhin ermittelt sie über den AM Manager die
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wird. Ist in dem Modell für diese Kontextinformation keine Kontextanpassung vorgese-
hen, ist der Anpassungsprozess für diese Kontextinformation beendet. Erfordert die Kon-
textinformation eine Kontextanpassung, ermittelt die Engine über die Workflow-Typen,
die in der Kontextanpassung spezifiziert sind, welche Workflows bzw. Workflow-
Instanzen von der Anpassung betroffen sind. Dazu lädt sie über den Workflow Model
Manager alle Workflow-Modelle aus dem Workflow Model Repository, welche von ei-
nem dieser Typen sind.
Für jedes geladene Modell führt die Engine daraufhin folgende Schritte aus: Zunächst
lädt sie über den AAM Manager aus dem Aktivitätsabhängigkeitsmodell alle bei der An-
passung zu berücksichtigenden Aktivitätsabhängigkeiten. Für den Fall, dass die Kontext-
information das Einfügen einer Aktivität erfordert, berechnet sie daraufhin auf Basis von
Algorithmus 5 alle validen Anpassungsmöglichkeiten für diese Aktivität. Erfordert die
Kontextinformation das Löschen einer Aktivität, berechnet sie auf Basis von Algorithmus
6, ob das Löschen zu einem validen Workflow führt. Wie in Algorithmus 5 und 6 spezifi-
ziert, müssen innerhalb des Berechnungsprozesses Workflow-Modelle semantisch und
syntaktisch validiert werden. Sowohl zur syntaktischen Validierung als auch zur semanti-
schen Validierung nach Aktivitätsabhängigkeiten nutzt die Engine den Syntax Analyzer
bzw. den Semantic Analyzer. Zur Überprüfung von zustandsbezogenen Einschränkungen
nutzt sie den ZEM Manager.
Wurde innerhalb des Berechnungsprozesses mindestens eine valide Anpassungsmöglich-
keit ermittelt bzw. sichergestellt, dass das Löschen einer Aktivität valide ist, wird dem
Anwender (beispielsweise dem Feuerwehrführungsstab aus den in Unterabschnitt 3.1.1
beschriebenen Anwendungsszenarien) über die Benutzerschnittstelle mitgeteilt, dass er
eine der berechneten Anpassungsmöglichkeiten zur Ausführung auswählen, bzw. das
Löschen der Aktivität bestätigen soll. Daraufhin führt die Adaptionsschicht die ausge-
wählte Anpassung auf der zugehörigen Workflow-Instanz mit Hilfe des adaptiven WfMS
aus. Zudem aktualisiert sie über den Workflow Model Manager das Workflow-Modell
der angepassten Workflow-Instanz, um die Konsistenz zwischen Modell und Instanz zu
gewährleisten.
Wurde keine valide Anpassungsmöglichkeit ermittelt bzw. festgestellt, dass das Löschen
einer Aktivität nicht valide ist, wird der Anwender darüber informiert bzw. gewarnt. Da-
bei werden ihm im Falle des invaliden Löschens die verletzten Aktivitätsabhängigkeiten
und/oder zustandsbezogenen Einschränkungen mitgeteilt. An dieser Stelle obliegt es dem
Anwender, die Verletzung zu beheben. Die Unterstützung zur Behebung von Verletzun-
gen ist nicht Gegenstand dieser Arbeit.
6.2 Anforderungen an den Kontextdienst und das adaptive
WfMS
Wie bereits erwähnt, soll die Adaptionsschicht zwischen existierenden Kontextdiensten
und existierenden adaptiven WfMS eingesetzt werden. Ziel dieser Arbeit ist es nicht,
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eines dieser Systeme neu zu konzipieren, bzw. zu entwerfen. Um die Anbindung existie-
render Kontextdienste und adaptiver WfMS an die Adaptionsschicht zu ermöglichen,
werden in diesem Abschnitt die Randbedingungen spezifiziert, die dazu von ihnen erfüllt
werden müssen.
Laut Anforderung 6 soll die Adaptionsschicht die Anbindung möglichst vieler bestehen-
der Kontextdienste und adaptiver WfMS ermöglichen. Daher werden die im Folgenden
spezifizierten Randbedingungen weitestmöglich unabhängig von konkreten Kontext-
diensten und adaptiven WfMS beschrieben bzw. darauf geachtet, dass sie von einer Viel-
zahl dieser Systeme erfüllt werden können.
6.2.1 Kontextdienst
Die Aufgabe des Kontextdienstes ist die Bereitstellung aller relevanten Kontextinformati-
onen für die Adaptionsschicht. Eine Kontextinformation wird als relevant bezeichnet,
wenn ihr Auftreten die Anpassung eines Workflows bedeuten kann.
Um einen bestehenden Kontextdienst an die Adaptionsschicht anbinden zu können, muss
spezifiziert werden
(1) welche Art von Kontextinformationen die Adaptionsschicht verlangt (d. h. wel-
che Informationen bzw. Aspekte sie umfassen soll),
(2) in welchem Format die Kontextinformationen der Adaptionsschicht zur Verfü-
gung gestellt werden sollen und
(3) nach welcher Strategie die Adaptionsschicht auf die Kontextinformationen zu-
greifen soll.
Zur Umsetzung von Punkt 1 werden im Folgenden zunächst die in dieser Arbeit betrach-
teten Kontextinformationen spezifiziert. Daraufhin wird zur Umsetzung von Punkt 2 das
Austauschformat für Kontextinformationen zwischen dem Kontextdienst und der Adapti-
onsschicht beschrieben. Zur Umsetzung von Punkt 3 wird am Ende dieses Unterab-
schnitts festgelegt, nach welcher Strategie die Adaptionsschicht auf die Kontextinforma-
tion zugreift. Es wird vorausgesetzt, dass der eingesetzte Kontextdienst alle relevanten
Kontextinformationen in dem beschriebenen Format und nach der beschriebenen Strate-
gie der Adaptionsschicht zur Verfügung stellt. Wie der Kontextdienst die Informationen
erfasst und diese auf das Niveau einer relevanten Kontextinformation abstrahiert, ist
transparent für die Adaptionsschicht und nicht Gegenstand dieser Arbeit.
Spezifikation der betrachteten Kontextinformationen
Abhängig von der betrachteten Domäne, den eingesetzten Technologien sowie dem kon-
kreten Verwendungszweck, umfassen die von Kontextdiensten bereitgestellten Kontext-
informationen unterschiedliche Aspekte [BCQ+07, RTA05, SN07, SBG99]. Bei der Ana-
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lyse dieser Kontextinformationen lässt sich eine minimale Menge an Aspekten identifi-
zieren, welche von einem Großteil der Kontextinformationen berücksichtigt wird. Diese
besteht aus einer Kontextvariable, einem Kontextwert, einer Entität bzw. einer Lokation
einer Metrik sowie einer Erfassungszeit. Die Lokation bzw. Entität bezieht sich jeweils
auf die zugehörige Kontextinformation. Die Metrik dient der Messung des Kontextwerts.
Die Erfassungszeit spezifiziert zu welchem Zeitpunkt die Kontextinformation erfasst
wurde. Damit ein Großteil der bestehenden Kontextdienste an die Adaptionsschicht ange-
bunden werden kann, umfassen die in dieser Arbeit betrachteten Kontextinformationen
diese minimale Menge von Aspekten. Konkret wird eine Kontextinformation ? nach De-
finition 2-3 als 5-Tupel (?,?,?, ?, ?) betrachtet wobei:
- ? = Kontextvariable,
- ? = Kontextwert,
- ? = Metrik und
- ? = Lokation oder Entität.
- ? = Erfassungszeit.
Die Kontextvariable
(Giftgaskonzentration,150,ppm,Innenstadt, 2010-08-24T16:45:35)
spezifiziert beispielsweise, dass die Giftgaskonzentration in der Innenstadt am 24.08.2010
um 16:45:35 Uhr einen Wert von 150 ppm hat.
Spezifikation des Austauschformats
Voraussetzung für die Anbindung eines Kontextdienstes an die Adaptionsschicht ist die
Spezifikation eines Austauschformats, in dem die Kontextinformationen zwischen dem
Kontextdienst und der Adaptionsschicht ausgetauscht werden. Zur Spezifikation des Aus-
tauschformats bietet sich aus folgenden Gründen XML an:
- XML ist sprachen- und technologieunabhängig.
- XML ist aufgrund seiner deklarativen Syntax einfach verständlich.
- Zur Erstellung, Verwaltung und Validierung von XML Modellen existieren zahl-
reiche Werkzeuge.
Aufgrund dieser Vorteile können Kontextdienste, unabhängig von den Technologien und
Sprachen auf denen sie basieren, die erfassten Kontextinformationen ohne größeren Auf-
wand in ein XML Format konvertieren. Damit ermöglicht XML die Anbindung zahlrei-
cher Kontextdienste an die Adaptionsschicht.
SPEZIFIKATION DER ADAPTIONSSCHICHT 144
Listing 6-1 zeigt das in dieser Arbeit verwendete XML Format für Kontextinformationen.
Das Format berücksichtigt alle zuvor beschriebenen Artefakte der in dieser Arbeit be-
trachten Kontextinformationen. Es wird vorausgesetzt, dass der Kontextdienst die Kon-
textinformationen in diesem Format der Adaptionsschicht zur Verfügung stellt und die
Aspekte der Kontextinformation entsprechend der beschriebenen Semantik verwendet.
Listing 6-1: XML-Schema einer Kontextinformation
Zugriff auf Kontextinformationen
Neben der Spezifikation des Kontextmodells muss zur Anbindung eines Kontextdienstes
an die Adaptionsschicht spezifiziert werden, wie diese auf die vom Kontextdienst bereit-
gestellten Kontextinformationen zugreift. In Abschnitt 2.4 wurden bereits mit der aktiven
Kontextnutzung und der passiven Kontextnutzung die zwei grundlegenden Arten des Kon-
textzugriffes beschrieben.
Es wird vorausgesetzt, dass der eingesetzte Kontextdienst die ermittelten Kontextinfor-
mationen in dem in Listing 6-1 beschriebenem Format der Adaptionsschicht per
publish/subscribe zur Verfügung stellt und damit die passive Kontextnutzung unterstützt.
Diese Zugriffsmethode bietet sich an, da die Adaptionsschicht unmittelbar auf veränderte
Kontextinformationen reagieren muss. Auf Basis der aktiven Kontextnutzung müsste sie
kontinuierlich Anfragen an den Kontextdienst stellen. Dies ist aufwendig und verlangt
von der Adaptionsschicht die Überprüfung, ob sich die Kontextinformation gegenüber der
vorherigen Anfrage verändert hat. Zudem wird durch die passive Kontextnutzung eine
lose Kopplung zwischen Kontextdienst und Adaptionsschicht erreicht, die eine einfachere
Anbindung an unterschiedliche Kontextdienste ermöglicht. Dies trägt zur Umsetzung von
Anforderung 6 (Anbindung bestehender Kontextdienste) bei.
1: <xsd:schema>
2:   <xsd:element name="KInfo">
3:     <xsd:complexType>
4:       <xsd:sequence>
5:         <xsd:element name="entityLocationId" type="string"/>
6:         <xsd:element name="variable" type="string"/>
7: <xsd:element name="value" type="string"/>
8: <xsd:element name="metrics" type="string"/>
9:         <xsd:element name="time" type="string"/>
10: </xsd:sequence>
11:     </xsd:complexType>
12: </xsd:element>
13: </xsd:schema>
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Zusammenfassung
In diesem Unterabschnitt erfolgte die Spezifikation der Randbedingungen, die von dem
eingesetzten Kontextdienst zur Anbindung an die Adaptionsschicht erfüllt werden müs-
sen. Zu diesen gehören:
(1) die Bereitstellung aller relevanten Kontextinformationen in dem in Listing 6-1
spezifizierten Format und
(2) die Unterstützung der passiven Kontextnutzung zum Zugriff auf die Kontextin-
formationen durch die Adaptionsschicht.
Aufgrund der Sprachen- und Technologieunabhängigkeit des Formates sowie der guten
Werkzeugunterstützung für XML, kann Randbedingung 1 von einem Großteil der existie-
renden Kontextdienste ohne größeren Aufwand erfüllt werden. Randbedingung 2 wird
bereits von den meisten der existierenden Kontextdienste erfüllt. Damit kann die Adapti-
onsschicht an den Großteil der existierenden Kontextdienste angebunden werden.
6.2.2 Adaptive WfMS
Wie bereits erwähnt, soll die Adaptionsschicht die Anbindung bestehender adaptiver
WfMS zur Ausführung der von ihr berechneten Anpassungsmöglichkeiten zur Laufzeit
unterstützen. In diesem Unterabschnitt werden die Randbedingungen spezifiziert, welche
von adaptiven WfMS erfüllt werden müssen, damit diese von der Adaptionsschicht ange-
bunden werden können. Bei der Beschreibung der Randbedingungen wurde darauf geach-
tet, dass diese von einem Großteil der bestehenden adaptiven WfMS erfüllt werden kön-
nen, bzw. sie dazu nur geringfügig angepasst werden müssen. Dadurch wird erreicht, dass
die Adaptionsschicht an eine größtmögliche Anzahl von existierenden adaptiven WfMS
angebunden werden kann.
Semantische Äquivalenz der Workflows
Eine Voraussetzung für die Anbindung eines adaptiven WfMS an die Adaptionsschicht
ist, dass beide Systeme auf semantisch äquivalente Workflow-Modelle zugreifen. Aus
diesem Grund müssen die vom adaptiven WfMS unterstützten Workflows semantisch
äquivalent mit den in dieser Arbeit betrachten Workflows (siehe Definition 5-1 und Defi-
nition 5-2) sein, bzw. auf diese abgebildet werden können. Aufgrund der Sprachen- und
Technologieunabhängigkeit des in dieser Arbeit spezifizierten Workflow-Formalismus,
welche durch die Unterstützung einer minimalen Menge von Workflow-Artefakten sowie
dem Einsatz einer gängigen Workflow-Semantik erreicht wird (siehe Unterabschnitt
5.2.2), ist dies für einen Großteil der existieren adaptiven WfMS ohne größeren Aufwand
möglich.
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Zur Validierung nach zustandsbezogenen Einschränkungen sowie zur Erfüllung der im
Folgenden beschriebenen Randbedingungen, muss das adaptive WfMS zusätzlich das
Setzen der Zustände nach Definition 5-16 während der Workflow-Ausführung unterstüt-
zen. Aufgrund der in dieser Arbeit verwendeten gängigen Workflow-Semantik, auf die
viele bestehende Semantiken (z. B. die Petri Netz Semantik) abgebildet werden können,
wird dies von vielen existierenden adaptiven WfMS unterstützt.
Anforderungen zur Pflege der Workflow-Modelle durch den Workflow Manager
Wie im Unterabschnitt 6.3.1 im Detail beschrieben, verfolgt der Workflow Manager fol-
gendes Konzept zur Pflege der Workflow-Modelle: Sobald eine neue Workflow-Instanz
vom adaptiven WfMS geladen wurde, lässt er sich über ein Initial-Workflow-Event das
Workflow-Modell, aus dem die Instanz erstellt wurde, zuschicken. Dieses Modell wird
als initiales Workflow-Modell bezeichnet. Daraufhin pflegt bzw. aktualisiert er alle gela-
denen Modelle auf Basis von Update-Events, welche Informationen über Statusänderun-
gen der laufenden Workflow-Instanzen beinhalten. Somit verfügt er zu jedem Zeitpunkt
über Modelle, welche den aktuellen Ausführungszustand der zugehörigen laufenden In-
stanzen widerspiegeln. Zur Umsetzung dieser Strategie muss das adaptive WfMS folgen-
de Randbedingungen erfüllen:
(1) Es muss dem Workflow Manager unmittelbar nach dem Laden einer neuen
Workflow-Instanz, das, der Instanz zugehörige Workflow-Modell, in Form eines
Initial-Workflow-Events senden. Das Event muss dabei dem in Listing 6-2 darge-
stellten XML Format entsprechen. Nach diesem enthält das Event ausschließlich
das Workflow-Modell. Das Versenden des Events soll nach dem Push-Prinzip
(siehe passive Kontextnutzung in Unterabschnitt 6.2.1) erfolgen.
(2) Es muss den Workflow Manager in Form von Update-Events (siehe Listing 6-3)
über Statusänderungen der Workflow-Instanzen informieren. Die Events enthal-
ten Informationen darüber, welcher Knoten von welchem Workflow, welchen in
dieser Arbeit betrachteten Status angenommen hat. Das Versenden dieser Events
soll ebenfalls nach dem Push-Prinzip erfolgen.
Beide Bedingungen werden von einem Großteil der adaptiven WfMS nicht explizit er-
füllt. Sie können jedoch ohne größeren Aufwand dahingehend erweitert werden, da die
Informationen, welche über die Events übertragen werden, dem WfMS zum benötigten
Zeitpunkt bereits zur Verfügung stehen. So verfügt jedes WfMS zum Zeitpunkt, zu dem
es eine Workflow-Instanz lädt, bereits über das zugehörige Workflow-Modell, da es zu-
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vor die geladene Instanz aus dem Modell erstellt hat (siehe Abschnitt 2.1). Gleiches gilt
für die benötigten Statusinformationen. Diese werden von vielen WfMS (neben anderen
Informationen) erfasst und in Workflow-Logs16 hinterlegt, unmittelbar nachdem sich der
Status eines Workflow-Knotens verändert hat [WM04]. Damit stehen dem WfMS zum
benötigten Zeitpunkt auch die benötigten Statusinformationen zur Verfügung. Zur Erfül-
lung von Bedingung 1 und 2 sind seitens des adaptiven WfMS daher keine aufwendigen
Erweiterungen zur Erstellung, bzw. Erfassung der Informationen notwendig. Die einge-
setzten WFMS müssen lediglich dahingehend erweitert werden, dass sie zum Zeitpunkt
des Auftretens dieser Informationen ein Event mit ihnen in dem gewünschten Format an
den Workflow Manager nach dem Push-Prinzip versenden. Da es sich bei dem Format
um ein XML Format handelt, ist dies für den Großteil der existierenden adaptiven WfMS
ohne größeren Aufwand möglich (siehe Vorteile von XML in Unterabschnitt 6.2.1).
Die Motivation für die Spezifikation dieser Randbedingungen erfolgt in der Beschreibung
des Workflow Managers in Unterabschnitt 6.3.1.
Listing 6-2: XML-Schema eines Initial-Workflow-Events
Schnittstellenfunktionen zur Ausführung von Anpassungsmöglichkeiten
Neben dem Versenden von Events zur Pflege der Workflow-Modelle muss das adaptive
WfMS auch Funktionen zur Ausführung der berechneten Anpassungsmöglichkeiten und
zum Löschen von Aktivitäten zur Laufzeit bereitstellen. Wie in Unterabschnitt 5.4.1.2
beschrieben, entspricht eine Anpassungsmöglichkeit einer der in Definition 5-19, Defini-
tion 5-20 und Definition 5-21 spezifizierten Einfügefunktionen. Zur Ausführung der An-
passungsmöglichkeiten muss das adaptive WfMS folglich die Ausführung dieser Einfüge-
funktionen unterstützen. Dazu muss es folgende Schnittstellenfunktionen zur Verfügung
stellen:
16 Workflow-Logs werden auch als Change-Log [217] oder Event-Logs [216] bezeichnet und
dienen hauptsächlich der Nachvollziehbarkeit und Analyse getätigter Worklow-Ausführungen.
1: <xsd:schema>
2:   <xsd:element name="InitialWorkflowEvent">
3:     <xsd:complexType>
4:       <xsd:sequence>
5:         <xsd:element name="initialWorkflow" type="string"/>
6:       </xsd:sequence>
7:     </xsd:complexType>
8:   </xsd:element>
9: </xsd:schema>
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boolean alternativeInsertToPair(String wfID, Activity a,
String xID, String yID)
Mit Hilfe dieser Methode kann eine Aktivität a in einen Workflow wfID alterna-
tiv zu allen Pfaden vom Knoten xID zum Knoten yID eingefügt werden. Sind
xID und yID identisch, wird die Aktivität a alternativ zum Knoten xID bzw. yID
eingefügt.
boolean alternativeInsertToEdge(String wfID, Activity a, String
xID, String yID)
Die Funktion alternativeInsertToEdge fügt eine Aktivität a alternativ
zu der Kante ein, die den Knoten xID mit dem Knoten yID verbindet.
boolean concurrentInsert(String wfID, Activity a, String xID,
String yID)
Mit Hilfe dieser Methode kann eine Aktivität a in einen Workflow wfID neben-
läufig zu allen Pfaden vom Knoten xID zum Knoten yID eingefügt werden.
Stimmen xID und yID überein, wird die Aktivität a nebenläufig zum Knoten
xID bzw. yID eingefügt.
boolean serialInsert(String wfID, Activity a, String xID, String
yID)
Diese Methode dient dazu, eine Aktivität a in den Workflow wfID zwischen die
Knoten xID und yID einzufügen.
Um das Löschen von Aktivitäten aus geladenen bzw. laufenden Workflow-Instanzen zu
ermöglichen, muss das eingesetzte adaptive WfMS zudem folgende Schnittstellenfunkti-
on bereitstellen:
boolean deleteActivity(String wfID, String activityID)
Diese Methode löscht die durch activityID definierte Aktivität aus dem
Workflow mit der ID workflowID.
Zusammenfassung
In diesem Unterabschnitt wurden die Randbedingungen spezifiziert, die von einem adap-
tiven WfMS erfüllt werden müssen, damit es von der Adaptionsschicht angebunden wer-
den kann. Zu ihnen gehört:
(1) Die Berücksichtigung der in dieser Arbeit betrachteten Workflows und Zustände,
(2) das Versenden von Initial-Workflow-Events unmittelbar nach dem Laden der zu-
gehörigen Workflow-Instanz in dem in Listing 6-2 spezifizierten Format,
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(3) das Versenden von Update-Events unmittelbar nach der Aktualisierung des Zu-
standes eines Knotens in dem in Listing 6-3 spezifizierten Format sowie
(4) die Bereitstellung der spezifizierten Schnittstellen zur Ausführung von Anpas-
sungsmöglichkeiten und zum Löschen von Aktivitäten.
Bedingung 1 wird aufgrund der Sprachen- und Technologieunabhängigkeit des in Ab-
schnitt 5.2 spezifizierten Frameworks von einem Großteil existierender adaptiver WfMS
unterstützt. Zur Erfüllung von Bedingung 2 und 3 sind lediglich geringfügige Erweite-
rungen zum Versenden von Events notwendig. Zur Erfassung der Information sind keine
Erweiterungen notwendig, da sie dem adaptiven WfMS zum benötigten Zeitpunkt bereits
zur Verfügung stehen. Die Funktionen zum Einfügen und Löschen von Aktivitäten zur
Laufzeit werden von gängigen adaptiven WfMS wie ADEPT [RRD03] zur Verfügung
gestellt.
Da die Randbedingungen vom Großteil der existierenden adaptiven WfMS erfüllt wer-
den, bzw. sie einfach dahingehend erweitert werden können, kann die Adaptionsschicht
an zahlreiche adaptive WfMS angebunden werden.
Listing 6-3: XML-Schema eines Update-Events
6.3 Spezifikation der Komponenten der Adaptionsschicht
In diesem Abschnitt erfolgt die detaillierte Spezifikation aller Komponenten der in Ab-
schnitt 6.1 vorgestellten Architektur der Adaptionsschicht. Zu jeder Komponente werden
die Funktionsweise, die zugehörigen Schnittstellen sowie ihre Interaktion mit anderen
Komponenten beschrieben. Für das Aktivitätsabhängigkeitsmodell sowie das Anpas-
1: <xsd:schema
2:   <xsd:element name="UpdateEvent">
3:     <xsd:complexType>
4:       <xsd:sequence>
5:         <xsd:element name="workflowID" type="string" />
6:         <xsd:element name="nodeID" type="string" />
7:         <xsd:element name="newState" type="stateType" />
8:       </xsd:sequence>
9:     </xsd:complexType>
10:   </xsd:element>
11:   <xsd:simpleType name="stateType">
12:     <xsd:restriction base="string">
13:       <xsd:enumeration value="notActivated"/>
14:       <xsd:enumeration value="activated"/>
15:       <xsd:enumeration value="running"/>
16:       <xsd:enumeration value="suspended"/>
17:       <xsd:enumeration value="skipped"/>
18:       <xsd:enumeration value="completed"/>
19:       <xsd:enumeration value="tentativlyActivated"/>
20:       <xsd:enumeration value="notStarted"/>
21:     </xsd:restriction>
22:   </xsd:simpleType>
23: </xsd:schema>
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sungsmodell, werden zusätzlich verschiedene Umsetzungsmöglichkeiten vorgestellt und
diese anhand von spezifizierten Anforderungen bewertet. Danach wird beschrieben, wie
sie auf Basis der geeignetsten Umsetzungsmöglichkeit realisiert werden.
6.3.1 Workflow Manager
Der Workflow Manager ist dafür verantwortlich, auf Basis der Events, die vom adaptiven
WfMS versendet werden, erweiterte Workflow-Modelle zu pflegen. Die Modelle spiegeln
neben der Struktur den aktuellen Ausführungszustand der im WfMS ausgeführten
Workflow-Instanzen wider. Auf ihrer Basis berechnet die Adaptionsschicht die Menge
aller valider Anpassungsmöglichkeiten (siehe Unterabschnitt 6.3.7).
Der Workflow Model Manager besteht aus dem Workflow Model Repository und dem
Workflow Model Manager.
6.3.1.1 Model Repository
Das Workflow Model Repository entspricht einer Datenbank und dient der Persistierung
der erweiterten Workflow-Modelle. Tabelle 6-1 zeigt das Datenbankschema der einzigen
Tabelle des Workflow Model Repositories.
Name Type Beschreibung
id String Eindeutige Workflow-ID
type String Workflow-Typ (z. B. Einsatzplan Evakuierung
oder DEGAM Leitlinie Husten)
model String Workflow-Modell als XML-String
Tabelle 6-1: Datenbankschema des Workflow Model Repository
Jeder Eintrag im Workflow Model Repository entspricht einem Tripel, bestehend aus
einer eindeutigen Workflow-ID, dem Typ des Workflows sowie einer XML-
Repräsentation des eigentlichen Modells. Im Gegensatz zu klassischen Workflow-
Modellen ist dieses Modell um Statusinformationen für jeden Knoten angereichert.
Schnittstelle
Das Workflow Model Repository stellt dem Workflow Model Manager folgende Funkti-
onen zur Verwaltung der Workflow-Modelle bereit:
boolean storeWorklfow(String wfID, String wfType, String wfModel)
Mit Hilfe dieser Funktion kann ein Workflow-Modell wfModel im Workflow
Model Repository gespeichert werden. Ist im Repository noch kein Workflow mit
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der ID wfID vorhanden, wird ein neuer Eintrag erstellt; existiert sie bereits, wird
der zugehörige Eintrag aktualisiert.
String getWorkflowByID(String wfID)
Auf Basis dieser Funktion kann zu einer Workflow-ID wfID das zugehörige
Workflow-Modell aus dem Workflow Model Repository geladen werden.
StringList getWorkflowsByType(String wfType)
Mit Hilfe der Funktion getWorkflowsByType kann aus dem Workflow Model
Repository die Liste aller Workflow-Modelle eines bestimmten Typs (wfType)
geladen werden.
6.3.1.2 Workflow Model Manager
Der Workflow Model Manager ist verantwortlich für die Pflege bzw. Aktualisierung der
erweiterten Workflow-Modelle auf Basis der vom adaptiven WfMS versendeten Events
sowie für die Verwaltung des Zugriffs auf die Modelle. Im Folgenden wird beschrieben,
nach welcher Strategie der Manager dazu vorgeht und welche Schnittstellenfunktionen er
der Adaptation Engine zur Verfügung stellt.
Strategie zur Pflege der Workflow-Modelle
Zur Pflege der Workflow-Modelle geht der Workflow Model Manager nach folgender
Strategie vor: Sobald im adaptiven WfMS eine neue Workflow-Instanz geladen wurde,
lässt er sich das Modell, aus dem die Instanz erstellt wurde, über ein Initial-Workflow-
Event (siehe Listing 6-2) vom adaptiven WfMS zusenden. Das Versenden der Events
erfolgt über das Push-Prinzip. Ähnlich wie beim Kontextdienst (siehe Unterabschnitt
6.2.1) hat der Einsatz dieses Prinzips den Vorteil, dass der Workflow Manager ohne grö-
ßeren Aufwand und ohne zeitliche Verzögerung Zugriff auf die relevanten Informationen
hat. Damit auf Basis dieses Modells valide Anpassungsmöglichkeiten berechnet werden
können, überprüft er daraufhin die syntaktische und semantische Korrektheit des Modells.
Zur Überprüfung der semantischen Korrektheit nutzt der Workflow Model Manager den
Semantic Analyzer. Bei der Überprüfung berücksichtigt er alle relevanten Aktivitätsab-
hängigkeiten aus dem Aktivitätsabhängigkeitsmodell. Zur Überprüfung der syntaktischen
Korrektheit transformiert er das Modell zunächst nach Definition 5-5 in ein Petri Netz
und überprüft daraufhin mit Hilfe des Syntax Analyzer, ob das Petri Netz sound ist. Nach
Proposition 1 gilt, dass ein Workflow sound ist, wenn das zugehörige Petri Netz sound
ist.
Ist der initiale Workflow semantisch oder syntaktisch nicht korrekt, wird der Anwender
gewarnt und der Prozess zur Pflege der Workflow-Modelle ist für diesen Workflow be-
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endet. Wie bereits erwähnt, ist die Auflösung von Konflikten nicht Bestandteil dieser
Arbeit.
Ist der initiale Workflow semantisch und syntaktisch korrekt, wird er im Workflow Mo-
del Repository zusammen mit seinem Typ und seiner ID gespeichert. Der Typ und die ID
kann dem initialen Workflow-Modell entnommen werden.
Abbildung 6-4 fasst den Prozess vom Empfang eines Initial-Workflow-Events bis zur
erfolgreichen Speicherung des initialen Workflow-Models durch den Workflow Model
Manager zusammen.
Abbildung 6-4: Prozess zur Persistierung eines Workflow-Modells auf Basis eines Initial-
Workflow-Events
Nach der Speicherung eines initialen Workflow-Modells im Workflow Model Repository
aktualisiert der Manager das Modell bzw. den Status der betroffenen Aktivität innerhalb
des Modells auf Basis von Update-Events (siehe Listing 6-3). So ist sichergestellt, dass
das Modell stets den aktuellen Ausführungszustand der zugehörigen Instanz widerspie-
gelt.
Spezifiziert ein Update-Event die erfolgreiche Ausführung einer Workflow-Instanz (dies
ist der Fall, wenn der EndNode den Status in_Ausführung angenommen hat), löscht der
Workflow Manager das zugehörige Modell aus dem Workflow Model Repository, da für
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anderen Fällen lädt der Workflow Model Manager das Modell aus dem Repository, ak-
tualisiert den Status der betroffenen Aktivität innerhalb des Modells und speichert das
angepasste Modell wieder im Repository. Abbildung 6-5 verdeutlicht diesen Prozess.
Abbildung 6-5: Prozess zur Aktualisierung eines Workflow-Modells auf Basis eines Update-
Events
Der Vorteil der zuvor beschriebenen Strategie zur Pflege der Workflow-Modelle durch
den Workflow Manager liegt darin, dass die Randbedingungen, welche zur Umsetzung
des Konzeptes von dem adaptiven WfMS erfüllt werden müssen, ohne größeren Aufwand
von diesen erfüllt werden können, wie in Unterabschnitt 6.2.2 beschrieben. Damit ist es
ohne größeren Aufwand möglich, existierende adaptive WfMS an die Adaptionsschicht
anzubinden.
Alternativ zu der vorgestellten Strategie wäre ein Ansatz denkbar, bei dem das adaptive
WfMS dem Workflow Model Manager nach jeder Statusänderung ein aktualisiertes
Workflow-Modell (welches die Statusänderung berücksichtigt) zusendet. Dieser Ansatz
würde den Aufwand seitens des Workflow Model Managers reduzieren, jedoch im Ge-
gensatz zu dem vorgestellten Konzept erhebliche Erweiterungen des eingesetzten adapti-
ven WfMS erfordern, da die zur Umsetzung dieses Konzeptes benötigten Modelle von
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dass existierende adaptive WfMS nur mit erheblichem Mehraufwand an die Adaptions-
schicht angebunden werden können.
Schnittstelle
Die im Folgenden beschriebenen Funktionen werden vom Workflow Model Manager
bereitgestellt. Über diese kann die Adaptation Engine auf die Workflow-Modelle des
Workflow Model Repositories zugreifen und diese anpassen.
WfTypeList getWfTypes()
Mit Hilfe dieser Funktion erhält die Adaptation Engine eine Liste aller im
Workflow Model Repository hinterlegten Workflow-Typen.
WorkflowModelList getWfsOfType(String wfType)
Über diese Funktion können alle Workflow-Modelle eines bestimmten Typs
(wfType) aus dem Workflow Model Repository geladen werden.
WorkflowModel getWfModelByID(String wfID)
Auf Basis der Funktion getWfModelByID kann über den Workflow Model Ma-
nager ein Workflow-Modell mit einer bestimmten ID (wfID) geladen werden.
void startWorkflowModelListener()
Mit Hilfe dieser Funktion aktiviert die Adaptation Engine den Listener des
Workflow Model Managers. Dieser ist für den Empfang der vom adaptiven
WfMS versendeten Events verantwortlich.
boolean updateWorklfow(WorkflowModel wf)
Über die Funktion updateWorklfow kann die Adaptation Engine Workflow-
Modelle anpassen. Dies ist notwendig, um nach der Anpassung einer Workflow-
Instanz die Konsistenz zwischen der Instanz und dem zugehörigen Workflow-
Modell sicherzustellen.
6.3.2 Analyzer
Der Analyzer beinhaltet die Komponenten Semantic Analyzer und Syntax Analyzer. Diese
sind verantwortlich für die semantische und syntaktische Validierung von Workflows.
Wie in Unterabschnitt 6.1.3 und 6.3.1.2 beschrieben, werden sie zur Sicherstellung der
Validität von Anpassungsmöglichkeiten, zur Feststellung, ob das Löschen einer Aktivität
zu einem validen Workflow führt sowie zur Sicherstellung der semantischen und syntak-
tischen Korrektheit des initialen Workflow-Modells benötigt.
SPEZIFIKATION DER ADAPTIONSSCHICHT 155
6.3.2.1 Semantic Analyzer
Der Semantic Analyzer dient der semantischen Validierung von Workflows nach einer
Menge von Aktivitätsabhängigkeiten. Die Durchführung der Validierung erfolgt auf Ba-
sis von Definition 5-9 (Korrektheit von Workflows nach Aktivitätsabhängigkeiten) und
wird mit Hilfe der in Unterabschnitt 5.3.2 vorgestellten Analysealgorithmen umgesetzt.
Der Semantic Analyzer stellt der Adaptation Engine folgende Schnittstelle als Grundlage
für die Berechnung valider Anpassungsmöglichkeiten zur Verfügung:
DependencyList satisfied(DependencyList aDeps, WfModel wfModel)
Mit Hilfe der Funktion satisfied kann ermittelt werden, ob das Workflow-
Modell wfModel valide gegenüber der Liste von Aktivitätsabhängigkeiten
aDeps ist. Ist das Modell valide gegenüber allen Abhängigkeiten in aDeps, gibt
die Funktion eine leere Liste zurück, anderenfalls gibt sie eine Liste mit allen ver-
letzten Abhängigkeiten zurück. So ist für den Anwender ersichtlich, aufgrund
welcher Abhängigkeiten eine Anpassung nicht ausgeführt werden kann.
6.3.2.2 Syntax Analyzer
Der Syntax Analyzer ist verantwortlich für die Sicherstellung der Soundness-Eigenschaft
von Petri Netzen. Auf Basis von Proposition 1 wird er von der Adaptation Engine dazu
verwendet, die Soundness Eigenschaft von Workflows und damit deren syntaktische Kor-
rektheit sicherzustellen. Dazu stellt er der Engine folgende Schnittstelle zur Verfügung:
boolean isSound(PetriNet pn)
Über diese Funktion kann die Adaptation Engine die Soundness des Petri Netzes
pn und damit, nach Proposition 1, die Soundness des zugehörigen Workflows
überprüfen.
Wie in Unterabschnitt 5.2.2.3 beschrieben, existieren bereits Ansätze zur Sicherstellung
der Soundness-Eigenschaft für Workflows. Daher kann zur Umsetzung des Syntax Anal-
yzers auf diese, bzw. die zugehörigen Implementierungen, zurückgegriffen werden.
6.3.3 Anpassungsmodell- und Manager
In diesem Unterabschnitt erfolgt die Spezifikation des Anpassungsmodells (AM) und des
AM Managers.
Wie in Unterabschnitt 6.1.3 beschrieben, ist die Ermittlung einer Kontextanpassung auf
Basis einer vom Kontextdienst versendeten Kontextinformation eine zentrale Aufgabe der
Adaptionsschicht und eine Voraussetzung zur Berechnung aller validen Anpassungsmög-
lichkeiten. Die Ermittlung einer Kontextanpassung erfolgt mit Hilfe des Anpassungsmo-
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dells (AM) und des AM Managers. Im Anpassungsmodell werden dazu Abbildungen von
Kontextinformationen auf Kontextanpassungen hinterlegt. Wie in Listing 6-4 dargestellt,
besteht eine Kontextanpassung aus einer grundlegenden Anpassung (Einfügen oder Lö-
schen einer bestimmten Aktivität) sowie dem Typ des Workflows, auf dem die Anpas-
sung ausgeführt werden soll. Damit spezifiziert eine Abbildung des Anpassungsmodells,
welche Kontextinformation welche grundlegende Anpassung auf Workflows welches
bestimmten Typs erfordert. Die Verwaltung des Anpassungsmodells sowie die Anfrage
nach Kontextanpassungen auf Basis einer Kontextinformation erfolgt über den AM Ma-
nager.
In Unterabschnitt 6.3.3.1 werden zunächst die Anforderungen an das Modell spezifiziert.
Daraufhin werden in Unterabschnitt 6.3.3.2 die Ansätze zur Modellierung des Anpas-
sungsmodells beschrieben und anhand der Anforderungen bewertet. Auf Basis des geeig-
netsten Ansatzes erfolgt daraufhin die Spezifikation des eigentlichen Modells. In Unter-
abschnitt 6.3.3.3 werden die vom AM Manager zur Verfügung gestellten Schnittstellen-
funktionen zur Anfrage nach einer Kontextanpassung auf Basis einer Kontextinformation
für die Adaptation Engine beschrieben.
Listing 6-4: XML-Schema einer Kontextanpassung
6.3.3.1 Anforderungen
Bei der Spezifikation des Anpassungsmodells müssen folgende Anforderungen berück-
sichtigt werden:
1: <xsd:schema>
2:   <xsd:element name="ContextAdaptation">
3: <xsd:complexType>
4: <xsd:sequence>
5: <xsd:element name="adaptations" type="Adaptation" />
6: <xsd:element name="workflowType" type="string" minOc






12: <xsd:element name="operation" type="opType" />
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AM-1: Einfache Verwaltung
Beim Anpassungsmodell handelt es sich um ein „lebendes“ Modell. So werden abhängig
von der Domäne, in der die Adaptionsschicht eingesetzt wird, Abbildungen mehrfach
aktualisiert, gelöscht oder hinzugefügt. Daher muss das Anpassungsmodell auf eine Wei-
se modelliert werden, die die einfache Verwaltung der Abbildungen ermöglicht.
AM-2: Unterstützung explizit spezifizierter Abbildungen
Um zu vermeiden, dass Kontextinformationen auf nicht geeignete Kontextanpassungen
abgebildet werden, muss sichergestellt werden können, dass das Anpassungsmodell keine
Abbildungen vornimmt, welche nicht explizit vom Anwender spezifiziert wurden. Spezi-
ell in sicherheitskritischen Domänen wie dem Gesundheitswesen und dem Katastrophen-
management ist dies von großer Bedeutung.
AM-3: Spezifikation von logischen Bedingungen
Nicht jede von der Adaptionsschicht empfangene Kontextinformation erfordert zwangs-
weise die strukturelle Anpassung eines oder mehrerer Workflows. Die Entscheidung da-
rüber, ob eine Anpassung notwendig ist, hängt von domänenspezifischen Bedingungen
ab, welche an die Parameter der Kontextinformation gestellt sind. So gilt im Anwen-
dungsszenario aus Unterabschnitt 3.1.1 (Katastrophenmanagement) beispielweise die
Bedingung, dass das Auftreten einer Kontextinformation mit der Kontextvariable Gift-
gaskonzentration nur dann die Dekontamination der Bevölkerung erfordert, wenn der
zugehörige Kontextwert einen Schwellwert von 100 ppm überschreitet und die Lokation
bzw. Entität der Kontextinformation darauf hinweist, dass Personen vom Giftgas betrof-
fen sind. Folglich erfordern Kontextinformationen wie
?? = (Giftgaskonzentration, 10, ppm, Mülheim, 2010-08-24T16:45:35)  und
?? = (Giftgaskonzentration, 150, ppm, Umland, 2010-08-24T16:45:35)
keine Evakuierung der Bevölkerung und damit keine strukturelle Anpassung des
Workflows, da sie die Bedingungen nicht erfüllen.
Zur Berücksichtigung solcher Bedingungen müssen die Abbildungen innerhalb des An-
passungsmodells um Bedingungen erweiterbar sein. Eine Bedingung repräsentiert dabei
stets einen logischen Ausdruck. Zur Spezifikation der Bedingungen müssen die grundle-
genden logischen Vergleichsoperatoren für Zeichenketten und Zahlen unterstützt werden.
Dazu gehören: „<“ (kleiner), „>“ (größer), „<=“ (kleiner gleich), „>=“ (größer gleich),
„<>“ (ungleich) und „=“ (gleich).
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6.3.3.2 Konzept zur Modellierung des Anpassungsmodells
Im Folgenden werden unterschiedliche Ansätze zur Modellierung von Abbildungen dis-
kutiert und beschrieben, wie das Anpassungsmodell auf Basis des geeignetsten Ansatzes
umgesetzt wird.
Ansätze zur Modellierung von Abbildungsvorschriften
In der Literatur werden zahlreiche Ansätze zur Modellierung von Abbildungen aus unter-
schiedlichen Bereichen, wie beispielsweise dem Exception Handling17 [KD00], beschrie-
ben. Zu den gängigsten Ansätzen gehören hierbei Event Condition Action Regeln basierte
Ansätze, Case Based Reasoning basierte Ansätze sowie imperative Ansätze.
Event Condition Action Regeln Event Condition Action Regeln (kurz: ECA-Regeln)
bestehen aus drei Komponenten: einer Event-Komponente, einer Condition-Komponente
und einer Action-Komponente [BPW02]. Die Event-Komponente spezifiziert ein Ereig-
nis, bei dessen Auftreten die Ausführung der ECA-Regel ausgelöst wird. Die Ausführung
beginnt mit der Überprüfung einer logischen Bedingung durch die Condition-
Komponente. Ist die Bedingung erfüllt, wird die in der Action-Komponente spezifizierte
Aktion gestartet. ECA-Regeln werden mit Hilfe von Rule-Engines ausgeführt.
ECA-Regeln können zur Modellierung der Abbildungsvorschriften eingesetzt werden.
Dazu werden die Anfragen der Adaption Engine nach den erforderlichen Kontextanpas-
sungen für eine Kontextinformation durch Ereignisse modelliert. Die Bedingung, unter
der eine Kontextinformation auf eine Kontextanpassung abgebildet wird, entspricht der
logischen Bedingung der ECA-Regel. Die Rückgabe der notwendigen Kontextanpassung
bei Erfüllung der Bedingung an die Adaptation Engine wird als Action modelliert.
Mit Hilfe von ECA-Regeln ist eine eindeutige Abbildung von Kontextinformationen auf
Kontextanpassungen möglich. Mit Hilfe der Condition-Komponente kann diese Abbil-
dung an logische Bedingungen geknüpft sein. Die Form der unterstützten logischen Be-
dingungen hängt von der eingesetzten Rule-Engine ab. In der Regel werden von ihnen die
grundlegenden logischen Vergleichsoperationen (siehe AM-Anforderung 1) unterstützt.
In vielen Rule-Engines erfolgt die Repräsentation der ECA-Regeln deklarativ auf Basis
einer Markup-Sprache wie XML. Dies ermöglicht eine einfache und sprachenunabhängi-
ge Verwaltung der Regeln.
17 Im Bereich Exception Handling wird mit Hilfe von Abbildungen spezifiziert, welcher Exception
Handler zur Behandlung welcher Exception eingesetzt wird.
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Case Based Reasoning Case-Based Reasoning (CBR) ist ein Teilgebiet der Künstlichen
Intelligenz und gehört zu den Knowledge Base basierten Ansätzen [Nic06]. Es repräsen-
tiert ein maschinelles Lernverfahren zur Problemlösung durch Analogieschluss. Das zent-
rale Element in einem CBR-System ist eine Fallbasis (engl. Case-Repository), in der
bereits gelöste Probleme als Fall gespeichert sind. Ein solcher Fall besteht mindestens aus
einer Problembeschreibung und einer zugehörigen Problemlösung. Das Ziel ist, zur Lö-
sung eines gegebenen Problems die Lösung eines ähnlichen und früher bereits gelösten
Problems heranzuziehen. Wurde ein neues Problem gelöst, wird es mit der zugehörigen
Lösung als Fall in der Fallbasis hinterlegt.
CBR-Ansätze können ebenfalls zur Spezifikation der Abbildungsvorschriften eingesetzt
werden. Dazu muss für jede Abbildungsvorschrift ein Fall in der Fallbasis erstellt werden.
Die Anfrage nach einer Kontextanpassung auf Basis einer Kontextinformation repräsen-
tiert die Problembeschreibung des Falls; das Zurückgeben der Anpassung stellt die Prob-
lemlösung dar. Die Ansätze zur Ähnlichkeitsprüfung können zur Spezifikation von logi-
schen Bedingungen eingesetzt werden.
CBR Systeme sind durch das Anlegen neuer Fälle in der Lage, aus vergangen Aktionen
zu lernen. Sie werden hauptsächlich in Domänen eingesetzt, in denen zur Designzeit kei-
ne explizite Abbildung von Problemen (Kontextinformation) auf Problemlösungen (Kon-
textanpassungen) möglich ist. Daher kann der Fall eintreten, dass ein Problem auf ein
oder mehrere Lösungen oder eine falsche Lösung abgebildet wird. Damit ist eine eindeu-
tige Abbildung nicht garantiert. Die Ansätze zur Ähnlichkeitsüberprüfung sind in der
Regel sehr komplex und können daher nur aufwendig verwaltet werden.
Imperativer Ansatz Weiterhin kann die Modellierung von Abbildungen auf Basis eines
imperativen Ansatzes erfolgen. Bei diesem werden die Abbildungen in einer imperativen
Programmiersprache (z. B. Java oder C) in Form von Objekten bzw. Funktionen model-
liert und damit in den Programmcode eingebettet.
Die Beschreibung von logischen Bedingungen wird von einem Großteil der imperativen
Programmiersprachen unterstützt. Durch die Einbettung der Abbildungen in den Pro-
grammcode können diese nur aufwendig verwaltet werden.
Diskussion  In Tabelle 6-2 erfolgt eine abschließende Bewertung der Ansätze zur Model-
lierung von Abbildungen anhand der aufgestellten Anforderungen. Demnach unterstützen
alle Ansätze die grundlegenden Vergleichsoperationen zur Spezifikation der logischen
Bedingungen. ECA-Regeln sowie der imperative Ansatz ermöglichen zudem eine eindeu-
tige Abbildung von Kontextinformationen auf Kontextanpassungen. Aufgrund der dekla-
rativen Beschreibung von Regeln ermöglicht der ECA-basierte Ansatz zudem eine einfa-
che Verwaltung der Abbildungsvorschriften. Daher wurde der ECA-basierte Ansatz als
der geeignetste Ansatz zur Modellierung der Abbildungsvorschriften ausgewählt.
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Anforderung ECA Imperativ CBR
AM-1 o - -
AM-2 x x -
AM-3 x x x
Tabelle 6-2: Vergleich der Ansätze zur Spezifikation von Anpassungsmodellen („x“ = erfüllt, „o“
= teilweise erfüllt, „-“ = nicht erfüllt)
Das Anpassungsmodell
Das Anpassungsmodell entspricht einer Menge von ECA-Regeln, wobei jede Regel einer
Abbildung von einer Kontextinformation unter einer bestimmten Bedingung auf eine
Kontextanpassung entspricht.
Zur Modellierung der ECA-Regeln wird aufgrund der deklarativen (XML-basierten) Syn-
tax in dieser Arbeit jRules18 eingesetzt. Listing 6-5 zeigt das Schema einer ECA-Regel in
jRules.
Listing 6-5: XML-Schema einer Anpassungsregel
18 Projekt-Homepage: http://jruleengine.sourceforge.net/index.html
1: <xs:schema>
2:   <xs:element name="rule">
3:     <xs:complexType>
4:       <xs:sequence>
5:         <xs:element ref="if" maxOccurs="unbounded"/>
6:         <xs:element ref="then" maxOccurs="unbounded"/>
7:       </xs:sequence>
8:       <xs:attribute name="name" type="string" use="required"/>
9:     </xs:complexType>
10:   </xs:element>
11:   <xs:element name="if">
12:     <xs:complexType>
13:       <xs:attribute name="leftTerm" type="string" use="required"/>
14:       <xs:attribute name="rightTerm" type="string" use="required"/>
15:       <xs:attribute name="operator" type="string" use="required"/>
16:     </xs:complexType>
17: </xs:element>
18:   <xs:element name="then">
19:     <xs:complexType>
20:       <xs:attribute name="arg1" type="string" maxOccurs="unbounded"/>
21:       <xs:attribute name="method" type="string" use="required"/>
22:     </xs:complexType>
23: </xs:element>
24:   <xs:element name="name"><xs:complexType mixed="true"/></xs:element>
25: </xs:schema>
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In jRules wird eine ECA-Regel in Form einer if-then-Anweisung spezifiziert. Der if-Teil
entspricht der Condition und spezifiziert eine oder mehrere Bedingungen der Form
leftTerm <operator> rightTerm.
Der leftTerm und der rightTerm entsprechen Zeichenketten oder Zahlen, auf die ein logi-
scher Vergleichsoperator operator angewendet wird. jRules unterstützt die grundlegenden
Vergleichsoperatoren (siehe AM-Anforderung 3). Der then-Teil entspricht der Action der
ECA-Regel. Actions werden in Form von Methodenaufrufen modelliert. Dazu wird im
then-Teil die aufzurufende Methode sowie die ihr zu übergebenen Parameter spezifiziert.
Die Event-Komponente ist kein Teil der Regel selber. Das Empfangen der Events sowie
das Auslösen der Ausführung einer Regel erfolgt auf Basis der jRule Rule-Engine.
Im Anpassungsmodell entspricht der leftTerm einem Artefakt einer Kontextinformation
(z. B. einem Kontextwert oder einer Kontextvariable) und der rightTerm einem konkreten
Wert, der vom Anwender festgelegt wurde. Die Methodenaufrufe werden im Anpas-
sungsmodell zur Spezifikation der notwendigen Kontextanpassungen eingesetzt.
Listing 6-6 zeigt ein Beispiel einer ECA-Regel des Anpassungsmodells. Diese bildet eine
Kontextinformation mit der Kontextvariable Giftgaskonzentration unter der Bedingung,
dass der Wert der Kontextinformation größer als 100 ppt ist, auf eine Kontextanpassung
ab. Die Kontextanpassung erfordert dabei das Einfügen der Aktivität Dekontamination in
Workflows vom Typ Evakuierung.
Listing 6-6: Beispiel einer ECA-Regel des Anpassungsmodells
6.3.3.3 AM Manager
Der AM Manager verwaltet den Zugriff auf das Anpassungsmodell. Da dieses, wie zuvor
beschrieben, einer Menge von ECA-Regeln entspricht, ist ein wesentlicher Bestandteil
des AM Managers eine Rule-Engine. Empfängt der AM Manager eine Anfrage zur Ab-
bildung einer Kontextinformation auf eine Kontextanpassung, leitet er diese an seine
Engine als Event weiter. Die Engine ermittelt daraufhin die zugehörige ECA-Regel aus
dem Anpassungsmodell und überprüft, ob die Bedingung der Regel erfüllt ist. Ist dies der
Fall, führt sie die zugehörige Action aus und ermittelt damit die notwendige Kontextan-
passung.
1: <rule name="rule" >
2: <if leftTerm="ContextInfo.getVariable" op="="
rightTerm="Giftgaskonzentration"/>
3: <if leftTerm="ContextInfo.getValue" op=">" rightTerm="100"/>
4:   <if leftTerm="ContextInfo.getMetrics" op="=" rightTerm="ppt"/>
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Zur Abbildung von Kontextinformationen auf Kontextanpassungen stellte der AM Mana-
ger der Adaptation Engine folgende Schnittstellenfunktion zur Verfügung:
ContextAdaptation getRequiredAdaptation(ContextInfo cInfo)
Diese Funktion ermittelt zu einer Kontextinformation cInfo die zugehörige Kon-
textanpassung.
Zur Verwaltung der ECA-Regeln (des Anpassungsmodells) stellt der AM Manager dem
Anwender über die Benutzerschnittstelle zusätzlich folgende Funktionen zur Verfügung:
boolean insertRule(Rule rule)
Über diese Funktion kann eine neue Anpassungsregel (rule) dem Anpassungs-
modell hinzugefügt werden.
boolean updateRule(Rule rule)
Auf Basis dieser Funktion kann eine vorhandene Regel (rule) aus dem Anpas-
sungsmodell angepasst werden.
boolean deleteRule(String ruleID)
Mit Hilfe dieser Funktion kann eine vorhandene Regel mit der ID ruleID aus
dem Anpassungsmodell gelöscht werden.
RuleList getAllRules()
Über diese Funktion kann eine Liste aller Regeln erfragt werden, welche im An-
passungsmodell spezifiziert sind.
6.3.4 Aktivitätsabhängigkeitsmodell- und Manager
In diesem Unterabschnitt erfolgt die Spezifikation des Aktivitätsabhängigkeitsmodells
(AAM) und des AAM Managers.
Das Aktivitätsabhängigkeitsmodell ist das komplexeste Modell der Adaptionsschicht.
Seine Aufgabe ist die Persistierung aller relevanten Aktivitätsabhängigkeiten (siehe Defi-
nition 5-6), welche bei der Berechnung aller validen Anpassungsmöglichkeiten durch die
Adaptionsschicht berücksichtigt werden müssen. Der Zugriff auf das Modell erfolgt über
den AAM Manager.
In Unterabschnitt 6.3.4.1 werden zunächst die Anforderungen an das Aktivitätsabhängig-
keitsmodell beschrieben. Daraufhin werden in Unterabschnitt 6.3.4.2 Konzepte zur Mo-
dellierung von Aktivitätsabhängigkeiten vorgestellt und anhand der Anforderungen be-
wertet. Auf Basis des geeignetsten Konzepts erfolgt die Spezifikation des eigentlichen
Modells. In Unterabschnitt 6.3.4.3 werden die vom AAM Manager bereitgestellten
Schnittstellen zum Zugriff auf die Aktivitätsabhängigkeiten beschrieben.
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6.3.4.1 Anforderungen
Das Aktivitätsabhängigkeitsmodell erfordert die Berücksichtigung folgender Anforde-
rungen:
AAM-1: Mehrere Aktivitätsabhängigkeitstypen
Wie im Unterabschnitt 5.2.1.2 beschrieben, werden in dieser Arbeit unterschiedliche Ty-
pen von Aktivitätsabhängigkeiten berücksichtigt. Aus diesem Grund muss das Aktivitäts-
abhängigkeitsmodell in der Lage sein, mehrere Typen von Abhängigkeiten zu unterstüt-
zen.
AAM-2: Mehrere ausgehende Aktivitätsabhängigkeiten unterschiedlichen Typs zu
genau einer anderen Aktivität
Es ist möglich, dass eine Aktivität mehrere ausgehende Aktivitätsabhängigkeiten unter-
schiedlichen Typs zu genau einer anderen Aktivität hat. Im Anwendungsszenario aus
Unterabschnitt 3.1.1 muss beispielsweise die Aktivität Verhaltensregeln festlegen vor der
Aktivität Bevölkerung warnen ausgeführt werden. Folglich besteht zwischen diesen bei-
den Aktivitäten eine sequenzielle Abhängigkeit. Weiterhin kann die Bevölkerung nur
gewarnt werden, wenn zuvor festgelegt wurde, welches Verhalten durch die Warnung
von der Bevölkerung verlangt wird. Deshalb besteht zwischen diesen Aktivitäten zusätz-
lich eine existenzielle Abhängigkeit. Das Aktivitätsabhängigkeitsmodell muss in der Lage
sein, zu einer Aktivität mehrere ausgehende Abhängigkeiten unterschiedlichen Typs zu
genau einer anderen Aktivität zu spezifizieren.
AAM-3: Ausgehende Abhängigkeiten zu mehreren anderen Aktivitäten
Eine Aktivität kann ausgehende Abhängigkeiten zu mehreren anderen Aktivitäten haben.
So hat beispielsweise die Aktivität Festlegung des Evakuierungsgebietes eine ausgehende
Abhängigkeit vom Typ serialBefore zur Aktivität Maßnahmen für besondere Objekte und
eine weitere ausgehende Aktivität vom Typ require zur Aktivität Lageerkundung. Daher
muss das Aktivitätsabhängigkeitsmodell die Spezifikation mehrere ausgehende Abhän-
gigkeiten zu unterschiedlichen Aktivitäten unterstützen.
AAM-4: Einfache Verwaltung der Aktivitätsabhängigkeiten
Das Aktivitätsabhängigkeitsmodell ist ein „lebendes“ Modell, welches im Laufe seiner
Existenz, abhängig von der betrachteten Domäne, mehrfach angepasst wird. Gründe für
die Anpassung sind beispielsweise die Herausgabe neuer Gesetzte und Richtlinien oder
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die Bereitstellung neuer bzw. das Verbot vorhandener Aktivitäten. Aus diesem Grund
muss das Aktivitätsabhängigkeitsmodell auf eine Weise modelliert werden, die die einfa-
che Verwaltung der Aktivitätsabhängigkeiten ermöglicht.
AAM-5: Unterstützung unidirektionaler, bidirektionaler, inverser, disjunkter,
irreflexiver und transitiver Abhängigkeiten
Um die Spezifikation der Abhängigkeiten angemessen zu unterstützen, muss das Aktivi-
tätsabhängigkeitsmodell in der Lage sein, die in Unterabschnitt 5.2.3.2 beschriebenen
Eigenschaften von Aktivitätsabhängigkeiten (unidirektional, bidirektional, invers, dis-
junkt, irreflexiv und transitiv) zu spezifizieren. Zudem müssen Werkzeuge existieren,
welche die Einhaltung dieser Eigenschaften innerhalb des Modells sicherstellen. Bezüg-
lich der inversen Abhängigkeit müssen diese dazu automatisch nach dem Erstellen einer
Abhängigkeit ?? ?? ?? die Abhängigkeit ??? ??? ? erstellen, falls ? und ?? invers zuei-
nander sind. Analog müssen sie die automatische Erstellung transitiver und bidirektiona-
ler Abhängigkeiten unterstützen. Bezüglich disjunkter Aktivitätsabhängigkeiten müssen
sie vermeiden, dass zwischen zwei Aktivitäten zwei Aktivitätsabhängigkeiten mit zuei-
nander disjunkten Typen erstellt werden.
Durch die Unterstützung der Eigenschaften der Aktivitätsabhängigkeitstypen kann das
Aktivitätsabhängigkeitsmodell schneller und effizienter modelliert werden. Zudem stellt
sie jederzeit die Konsistenz des Modells gegenüber den spezifizierten Einschränkungen
sicher. Dies ist von großer Bedeutung, da ein inkonsistentes Aktivitätsabhängigkeitsmo-
dell dazu führen kann, dass nicht alle semantisch validen Anpassungspositionen oder
semantisch invalide Anpassungspositionen von der Adaptionsschicht ermittelt werden.
AAM-6: Anfrage nach ausgehenden bzw. eingehenden Aktivitätsabhängigkeiten
eines bestimmten Typs
Wie in Unterabschnitt 5.4.3 beschrieben, müssen bei der Berechnung valider Anpas-
sungsmöglichkeiten für eine Aktivität ? nur eingehende bzw. ausgehende Aktivitätsab-
hängigkeiten von ? eines bestimmten Typs berücksichtigt werden. Aus diesem Grund
muss das Aktivitätsabhängigkeitsmodell es ermöglichen, für eine Aktivität alle zugehöri-
gen ausgehenden bzw. eingehenden Abhängigkeiten eines bestimmten Typs zu erfragen.
6.3.4.2 Konzept zur Modellierung des Aktivitätsabhängigkeitsmodells
In diesem Unterabschnitt werden zunächst Konzepte zur Modellierung von Aktivitätsab-
hängigkeiten vorgestellt und anhand der zuvor beschriebenen Anforderungen bewertet.
Auf Basis des geeignetsten Konzepts wird daraufhin das eigentliche Aktivitätsabhängig-
keitsmodell spezifiziert.
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Ansätze zur Modellierung von Aktivitätsabhängigkeiten
In der Literatur existieren zahlreiche Ansätze zur Modellierung von Abhängigkeiten. Sie
unterscheiden sich hauptsächlich in den unterstützten Typen von Abhängigkeiten und den
Entitäten (z. B. Code/Klassen [SJSJ05], Features [KKF07, LD09, LK04], Services
[Chr99, Gru98a] oder Anforderungen [ZMZ05]), zwischen den die Abhängigkeiten spezi-
fiziert werden. Im Folgenden werden die drei gängigsten Ansätze sowie ein neuartiger
ontologiebasierter Ansatz zur Modellierung von Abhängigkeiten vorgestellt.
Abhängigkeitsmatrix Abhängigkeiten zwischen zwei beliebigen Entitäten können auf
Basis einer Abhängigkeitsmatrix modelliert werden. Eine Matrix ? = (?,?) ist ein Sys-
tem von ? mal ? Elementen, die in ? Zeilen und ? Spalten angeordnet sind [BSMM00].
Eine Abhängigkeitsmatrix entspricht einer Adjazenzmatrix ? = (?,?) in der die Anzahl
der Zeilen gleich der Anzahl der Spalten ist. Die unterschiedlichen Entitäten beschriften
die horizontalen und vertikalen Achsen der Matrix. Eine Abhängigkeit zwischen zwei
Entitäten wird durch einen Eintrag in der überschneidenden Zelle der Matrix spezifiziert.
Auf Basis einer Abhängigkeitsmatrix können unterschiedliche Abhängigkeitstypen durch
die Vergabe unterschiedlicher Werte (wie beispielweise ‘serialBefore‘ oder ‘serialAfter‘)
für die Einträge modelliert werden. Weiterhin ist es möglich für eine Entität Abhängig-
keiten zu mehreren anderen Typen zu modellieren. Mehrere Abhängigkeiten zu einer
anderen Entität können jedoch nicht modelliert werden, da jedes Feld der Matrix nur ei-
nen Wert annehmen kann. Zudem werden von einer Abhängigkeitsmatrix keine Eigen-
schaften wie invers oder disjunkt unterstützt.
Abhängigkeitsgraph Ein weiterer Ansatz zur Modellierung von Abhängigkeiten bildet
ein Abhängigkeitsgraph [CH91]. In diesem werden Entitäten, zwischen denen eine Ab-
hängigkeit besteht, als Knoten beschrieben. Die Abhängigkeiten selber werden in Form
von Kanten zwischen den Knoten spezifiziert. Dieser Ansatz wird beispielweise von
Zhou in [ZBH08] verwendet. Kanten können mit unterschiedlichen Informationen wie
beispielsweise Gewichts- und Kosteninformationen annotiert werden. Um Abhängigkei-
ten unterschiedlichen Typs zwischen Entitäten modellieren zu können, müssen die Kan-
ten zwischen den Entitäten mit Typinformationen annotiert werden. Ein Knoten innerhalb
eines Graphen kann mit mehreren anderen Knoten verbunden sein. So ist es möglich für
eine Entität ausgehende Abhängigkeiten zu unterschiedlichen Entitäten zu modellieren.
Zudem kann eine Entität über unterschiedliche Kanten mit einer anderen Entität verbun-
den werden. So können mehrere Abhängigkeiten zwischen den gleichen Entitäten be-
schrieben werden. Die Unterstützung der in Unterabschnitt 5.2.1.2 beschriebenen Eigen-
schaften von Aktivitätsabhängigkeitstypen ist ohne größeren Aufwand nicht möglich.
Ontologie  Eine Ontologie beschreibt Objekte einer Domäne, deren Eigenschaften sowie
deren Abhängigkeiten untereinander. Zur Spezifikation von Ontologien existieren zahl-
reiche Sprachen, die sich hauptsächlich in ihrer Ausdrucksstärke, der Entscheidbarkeit
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ihrer Modelle und dem Grad der Formalisierung unterscheiden. Zu den bekanntesten
Sprachen gehören die beiden W3C Empfehlungen Web Ontology Language (OWL)
[MH04] und Resource Description Framework Schema (RDFS) [BM04].
In OWL können u. A. Klassen, Individuen, Object Properties und Object Property Asser-
tions modelliert werden. Eine Klasse dient der Klassifizierung von Individuen mit ge-
meinsamen Eigenschaften. Object Properties dienen der Spezifikation von Abhängig-
keitstypen. Eine Object Property Assertion spezifiziert über eine Object Property eine
Abhängigkeit zwischen zwei Individuen. Die Domäne einer Object Property beschreibt
von welchen Individuen eine Object Property Assertion mit Hilfe dieser Object Property
eine Abhängigkeit erstellen darf. Analog beschreibt die Range einer Object Property zu
welchen Individuen eine Object Property Assertion mit Hilfe dieser Object Property eine
Abhängigkeit erstellen darf. Für Object Properties können Features wie invers, symmet-
risch, asymmetrisch, disjunkt, reflexiv, irreflexiv und transitiv definiert werden.
Zur Modellierung von Abhängigkeiten zwischen Entitäten auf Basis einer Ontologie kön-
nen die Entitäten als Individuen, die Abhängigkeitstypen als Object Properties und die
eigentlichen Abhängigkeiten als Object Property Assertions modelliert werden. Durch die
Verwendung von Object Properties sowie deren Features wird die Modellierung der in
Unterabschnitt 5.2.3.2 vorgestellten Eigenschaften von Aktivitätsabhängigkeitstypen
unterstützt. Verfügbare Reasoner wie Pellet [SPG+07] und FaCT++ [oM10] ermöglichen
die Validierung einer Ontologie nach diesen Eigenschaften sowie die Anfrage nach aus-
gehenden bzw. eingehenden Abhängigkeiten eines bestimmten Typs für eine Aktivität.
Da innerhalb von OWL ein Individuum ein Element mehrere Ranges und Domains unter-
schiedlicher Object Properties sein kann, ist es zudem möglich für eine Entität mehrere
Abhängigkeiten zu genau einer anderen Entität sowie Abhängigkeiten zu mehren anderen
Entitäten zu modellieren. Abhängigkeitsmodelle auf Basis von OWL können mit beste-
henden Werkzeugen wie Protégé [Uni10] oder OntoStudio [ont10] einfach erstellt und
verwaltet werden.
Metamodell Ein Metamodell  wird  von  Miller  als  „…  a  model  of  a  model  …“  [MM]
definiert. Es spezifiziert eine Sprache zur Beschreibung von Modellen. Dazu definiert es
Klassen, Attribute und Beziehungen zwischen den Klassen, welche Bestandteil der Spra-
che sind. Es existieren verschiedene Sprachen zur Spezifikation von Metamodellen wie
beispielsweise UML [OMG09], XML Schema [TBMM04] und Ecore [SBPM08].
Metamodelle können zur Spezifikation von Abhängigkeiten zwischen Entitäten verwen-
det werden. Dazu werden die Entitäten, abhängig von der Sprache, als Klassen oder Ele-
mente modelliert. Die Abhängigkeiten zwischen den Entitäten werden in Form von Rela-
tionen zwischen den Klassen bzw. Elementen modelliert.
Der Vorteil ein Aktivitätsabhängigkeitsmodell auf Basis eines eigens entwickelten Meta-
modells zu erstellen liegt in der guten Werkzeugunterstützung für die Erstellung von Me-
tamodellen sowie in der hohen Flexibilität des Ansatzes. Elemente und Relationen kön-
nen spezifisch für die betrachtete Domäne modelliert werden. Zudem kann einfach eine
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beliebige Menge von Abhängigkeitstypen unterstützt werden. Dazu muss lediglich für
jeden Typ eine neue Klasse bzw. ein neues Element erstellt werden. Weiterhin können
mehrere Abhängigkeiten zwischen genau zwei Entitäten und mehrere Abhängigkeiten
von einer Entität zu mehreren anderen Entitäten modelliert werden. Zwar könnten auf
Basis eines Metamodells die in Unterabschnitt 5.2.3.2 beschriebenen Eigenschaften von
Aktivitätsabhängigkeitstypen spezifiziert werden, eine Validierung des Modells gegen
diese ist jedoch nicht ohne höheren Aufwand möglich, da die dazu benötigten Werkzeu-
gen neu implementiert werden müssten.
Bewertung In diesem Unterabschnitt wurden vier Ansätze diskutiert auf deren Basis das
Aktivitätsabhängigkeitsmodell modelliert werden kann. Ein Überblick über die Ergebnis-
se der Diskussion ist in Tabelle 6-3 zu finden.
Demnach unterstützen alle Ansätze die Modellierung unterschiedlicher Abhängigkeitsty-
pen (Anforderung AAM-1) sowie die Modellierung mehrerer ausgehender Abhängigkei-
ten einer Entität zu mehreren anderen Entitäten (Anforderung AAM-3). Der matrixbasier-
te Ansatz ist der Einzige, auf dessen Basis nicht mehrere Abhängigkeiten zwischen genau
zwei Entitäten (Anforderung AAM-2) beschrieben werden können. Die Beschreibung der
geforderten Eigenschaften für Aktivitätsabhängigkeiten sowie die Validierung des Mo-
dells gegen diese (Anforderung AAM-5) wird nur vom ontologiebasierten Ansatz unter-
stützt. Gleiches gilt für die gezielte Anfrage nach ausgehenden bzw. eingehenden Abhän-
gigkeiten eines bestimmten Typs für eine Aktivität (Anforderung AAM-6). Aus diesem
Grund wurde dieser Ansatz zur Spezifikation des Aktivitätsabhängigkeitsmodells ausge-
wählt.
Anforderung Graph Matrix Ontologie Metamodell
AAM-1 x x x x
AAM-2 x - x x
AAM-3 x x x x
AAM-4 o o x x
AAM-5 - - x o
AAM-6 o o x o
Tabelle 6-3: Vergleich der Ansätze zur Spezifikation von Abhängigkeitsmodellen („x“ = erfüllt,
„o“ = teilweise erfüllt, „-“ = nicht erfüllt)
Das Aktivitätsabhängigkeitsmodell
Im Folgenden wird beschrieben, wie das Aktivitätsabhängigkeitsmodell der Adaptions-
schicht als Ontologie in OWL spezifiziert wird.
Die Aktivitäten, zwischen denen eine Abhängigkeit besteht, werden als Individuen mo-
delliert. Da die Aktivitäten keine gemeinsamen Eigenschaften haben auf deren Basis die
zughörigen Individuen in unterschiedlichen Klassen zusammengefasst werden können,
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werden sie der Superklasse Thing zugeordnet. Für jeden der in Unterabschnitt 5.2.1.2
beschriebenen Typen von Aktivitätsabhängigkeiten wird eine Object Property mit dem
Namen des zugehörigen Typs erstellt, wobei sowohl die Domain als auch die Range jeder
Property der Klasse Thing entspricht. Die Spezifikation der Eigenschaften der Aktivitäts-
abhängigkeitstypen (siehe Unterabschnitt 5.2.1.2) erfolgt auf Basis der Object Property
Features. Die Features asymmetrisch und symmetrisch entsprechen der unidirektionalen
bzw. bidirektionalen Eigenschaft eines Aktivitätsabhängigkeitstyps. Die Features dis-
junkt, invers, transitiv und irreflexiv entsprechen den gleichnamigen Eigenschaften der
Aktivitätsabhängigkeitstypen. Nach Tabelle 5-4 (Eigenschaften der betrachteten Aktivi-
tätsabhängigkeitstypen) beinhaltet das Aktivitätsabhängigkeitsmodell die in Listing 6-7
dargestellten Object Properties.
Die Spezifikation der Aktivitätsabhängigkeiten innerhalb des Modells erfolgt mit Hilfe
von Object Property Assertions. Listing 6-8 zeigt dies am Beispiel der Aktivitätsabhän-
gigkeit ?? ?? ??.
6.3.4.3 Schnittstelle des AAM Managers
Der Zugriff auf die im Aktivitätsabhängigkeitsmodell hinterlegten Aktivitätsabhängigkei-
ten erfolgt transparent über den AAM Manager. Dazu stellt er nach AAM-Anforderung 6
die im Folgenden beschriebenen Schnittstellenfunktionen zur Verfügung. Zur Ausführung
der Funktion kann der Manager bestehende OWL-Reasoner wie beispielsweise Pellet
oder FaCT++ nutzen.
DependencyList getOutgoingDependencies(Activity a, String depType)
Mit Hilfe dieser Funktion können zu einer Aktivität a alle ausgehenden Abhän-
gigkeiten vom Typ depType ermittelt werden. Für den Fall, dass kein Abhängig-
keitstyp angegeben ist (depType = NIL), gibt die Funktion eine Liste mit allen
ausgehenden Abhängigkeiten von a, die in dem Modell spezifiziert sind, zurück.
DependencyList getIncomingDependencies(Activity a, String depType)
Mit Hilfe dieser Funktion können zu einer Aktivität a alle eingehenden Abhän-
gigkeiten vom Typ depType ermittelt werden. Für den Fall, dass kein Abhängig-
keitstyp angegeben ist (depType = NIL), gibt die Funktion eine Liste mit allen
eingehenden Abhängigkeiten von a, die in dem Modell spezifiziert sind, zurück.
DependencyList getAllDependencies()
Mit Hilfe dieser Funktion können alle Aktivitätsabhängigkeiten, welche im Akti-
vitätsabhängigkeitsmodell spezifiziert sind, ermittelt werden. Diese Funktion
wird für die Validierung des initialen Workflow-Modells benötigt (siehe Unterab-
schnitt 6.3.1.2).
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Listing 6-7: Object Properties des Aktivitätsabhängigkeitsmodells
1: <ObjectProperty about="concurrent">
2:   <type resource="IrreflexiveProperty"/>
3:   <type resource="SymmetricProperty"/>
4:   <propertyDisjointWith resource="directSerialAfter"/>
5:   <propertyDisjointWith resource="directSerialBefore"/>
6:   <propertyDisjointWith resource="mutualExclusion"/>
7:   <propertyDisjointWith resource="serialAfter"/>
8:   <propertyDisjointWith resource="serialBefore"/>
9:   <rdfs:domain resource="Aktivitaet"/>
10:   <rdfs:range resource="Aktivitaet"/>
11: </ObjectProperty>
12: <ObjectProperty about="directSerialAfter">
13:   <type resource="AsymmetricProperty"/>
14:   <type resource="IrreflexiveProperty"/>
15:   <propertyDisjointWith resource="directSerialBefore"/>
16:   <propertyDisjointWith resource="mutualExclusion"/>
17:   <propertyDisjointWith resource="serialAfter"/>
18:   <propertyDisjointWith resource="serialBefore"/>
19:   …
20: </ObjectProperty>
21: <ObjectProperty about="directSerialBefore">
22:   <type resource="AsymmetricProperty"/>
23:   <type resource="IrreflexiveProperty"/>
24:   <inverseOf resource="directSerialAfter"/>
25:   <propertyDisjointWith resource="mutualExclusion"/>
26:   <propertyDisjointWith resource="serialAfter"/>
27:   <propertyDisjointWith resource="serialBefore"/>
28:   …
29: </ObjectProperty>
30: <ObjectProperty about="mutualExclusion">
31:  <type resource="IrreflexiveProperty"/>
32:  <type resource="SymmetricProperty"/>
33:  <propertyDisjointWith resource="require"/>
34:  <propertyDisjointWith resource="serialAfter"/>




39:   <type resource="AsymmetricProperty"/>
40:   <type resource="IrreflexiveProperty"/>
41:   …
42: </ObjectProperty>
43: <ObjectProperty about="serialAfter">
44:   <type resource="TransitiveProperty"/>
45:   <type resource="AsymmetricProperty"/>
46:   <type resource="IrreflexiveProperty"/>
47:   <propertyDisjointWith resource="serialBefore"/>
48:   …
49: </ObjectProperty>
50: <ObjectProperty about="serialBefore">
51:   <type resource="TransitiveProperty"/>
52:   <type resource="AsymmetricProperty"/>
53:   <type resource="IrreflexiveProperty"/>
54:   <inverseOf resource="serialAfter"/>
55:   …
56: </ObjectProperty>
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Mit Hilfe dieser Funktion können zu einer Liste von Aktivitätsabhängigkeitstypen
depTypes alle Aktivitätsabhängigkeiten ermittelt werden, welche von einem der
Typen aus der List sind.
Wie zuvor beschrieben, existieren zur Verwaltung von OWL-Ontologien bereits geeigne-
te Werkzeuge wie Protégé und OntoStudio. Daher erfolgt, im Gegensatz zu den anderen
Modellen, die Verwaltung des Aktivitätsabhängigkeitsmodells nicht über den zugehöri-
gen Manager, sondern mit einem bereits existierenden Werkzeug. Daher stellt der AAM
Manager keine eigenen Schnittstellen zur Erstellung und Anpassung von Aktivitätsab-
hängigkeiten bereit.
6.3.5 Zustandseinschränkungsmodell- und Manager
In diesem Unterabschnitt erfolgt die Spezifikation des Zustandseinschränkungsmodells
(ZEM) sowie des ZEM Managers.
Das Zustandseinschränkungsmodell
Im Zustandseinschränkungsmodell werden alle beim Anpassungsprozess zu berücksichti-
genden zustandsbezogenen Einschränkungen (siehe Definition 5-17) hinterlegt. Im Ge-
gensatz zum Aktivitätsabhängigkeitsmodell und Anpassungsmodell bestehen an das Zu-
standseinschränkungsmodell und damit an den Ansatz zur Modellierung von zustandsbe-
zogenen Einschränkungen neben der eigentlichen funktionalen Anforderung (der Persis-
tierung der zu berücksichtigenden zustandsbezogenen Einschränkungen) keine weiteren
Anforderungen. Dies liegt hauptsächlich an der geringen Komplexität des Modells, wel-
ches maximal 64 zustandsbezogene Einschränkungen beinhaltet und in der Regel nur
selten angepasst wird (siehe Unterabschnitt 5.2.4).
Aus diesem Grund erfolgt die Spezifikation der zustandsbezogenen Einschränkungen auf
Grundlage eines einfachen metamodellbasierten Ansatzes. Listing 6-9 zeigt das einge-
setzte Metamodell einer zustandsbezogenen Einschränkung. Jede Instanz des Metamo-
dells entspricht einer zustandsbezogenen Einschränkung nach Definition 5-17. Das Zu-
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Listing 6-9: XML-Schema einer zustandsbezogenen Einschränkung
Schnittstelle des ZEM Managers
Die Verwaltung des Zustandseinschränkungsmodells sowie die Validierung einer Anpas-
sung gegenüber den zu berücksichtigenden zustandsbezogenen Einschränkungen erfolgt
über den ZEM Manager. Im Gegensatz zum AAM Manager übernimmt der ZEM Mana-
ger damit zusätzlich Validierungsfunktionalitäten. Diese werden bezüglich der Aktivitäts-
abhängigkeiten aufgrund ihrer Komplexität in eine eigenständige Komponente, dem Se-
mantic Analyzer, ausgelagert.
Zur Validierung einer Anpassung gegenüber den zu berücksichtigenden zustandsbezoge-
nen Einschränkungen stellt der Manager der Adaptation Engine folgende Funktion bereit:
1: <xsd:schema>
2:   <xsd:element name="stateRelatedConstraint">
3:     <xsd:complexType>
4:       <xsd:sequence>
5:         <xsd:element name="type" type="srcType"/>
6:         <xsd:element name="nodeType" type="nodeTypeType"/>
7:         <xsd:element name="state" type="stateType"/>
8:       </xsd:sequence>
9:     </xsd:complexType>
10:   </xsd:element>
11:   <xsd:simpleType name="srcType">
12:     <xsd:restriction base="string">
13:       <xsd:enumeration value="sInsert"/>
14:       <xsd:enumeration value="sDelete"/>
15:     </xsd:restriction>
16:   </xsd:simpleType>
17:   <xsd:simpleType name="nodeTypeType">
18:     <xsd:restriction base="string">
19:       <xsd:enumeration value="task"/>
20:       <xsd:enumeration value="xorSplit"/>
21:       <xsd:enumeration value="xorJoin"/>
22:       <xsd:enumeration value="andSplit"/>
23:       <xsd:enumeration value="andJoin"/>
24:       <xsd:enumeration value="startNode"/>
25:       <xsd:enumeration value="endNode"/>
26:     </xsd:restriction>
27: </xsd:simpleType>
28:   <xsd:simpleType name="stateType">
29:     <xsd:restriction base="string">
30:       <xsd:enumeration value="notActivated"/>
31:       <xsd:enumeration value="activated"/>
32:       <xsd:enumeration value="running"/>
33:       <xsd:enumeration value="suspended"/>
34:       <xsd:enumeration value="skipped"/>
35:       <xsd:enumeration value="completed"/>
36:       <xsd:enumeration value="tentativlyActivated"/>
37:     </xsd:restriction>
38:   </xsd:simpleType>
39: </xsd:schema>
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boolean stateConstraintSatisfied(String operation, String
nodeType, String state)
Mit Hilfe dieser Funktion wird auf Basis von Definition 5-18 (Erfüllung von zu-
standsbezogenen Einschränkungen) ermittelt, ob eine Anpassung valide gegen-
über den zu berücksichtigenden zustandsbezogenen Einschränkungen ist. Konkret
ermittelt sie für den Fall operation = ‘sInsert‘, ob die zustandsbezogenen Ein-
schränkungen das Einfügen einer Aktivität vor einem Knoten vom Typ nodeTy-
pe, der sich im Status state befindet, erlauben. Gilt operation = ‘sDelete‘
ermittelt sie, ob die zustandsbezogenen Einschränkungen das Löschen eines
Knotens vom Typ nodeType im Zustand state erlauben.
Zur Verwaltung der zustandsbezogenen Einschränkungen stellt das ZEM Manager dem
Anwender über die Benutzerschnittstelle folgende Funktionen zur Verfügung.
boolean deleteStateConstaint(StateConstraint sCon)
Auf Basis dieser Funktion kann eine zustandsbezogene Einschränkung sCon aus
dem Zustandseinschränkungsmodell gelöscht werden.
boolean insertStateConstaint(StateConstraint sCon)
Mit Hilfe dieser Funktion kann eine neue zustandsbezogene Einschränkung sCon
dem Zustandseinschränkungsmodell hinzugefügt werden.
boolean updateStateConstaint(StateConstraint sCon)
Auf Basis dieser Funktion kann eine zustandsbezogene Einschränkung sCon an-
gepasst werden.
StateConstraintList getAllStateConstaints()
Die Funktion getAllStateConstaints gibt eine Liste mit allen zustandsbezo-
genen Einschränkungen zurück, welche in dem Zustandseinschränkungsmodell
spezifiziert sind. Auf Basis dieser Liste können die Einschränkungen mit Hilfe
der zuvor beschriebenen Funktion angepasst werden.
6.3.6 Benutzerschnittstelle
In diesem Unterabschnitt erfolgt die Spezifikation der Benutzerschnittstelle. Über die
Benutzerschnittstelle interagiert der Anwender mit der Adaptionsschicht. Konkret bietet
sie ihm die Möglichkeit die Modelle der Adaptionsschicht (Anpassungs-, Aktivitätsab-
hängigkeits- und Zustandseinschränkungsmodell) über die zugehörigen Manager bzw. der
von ihnen zur Verfügung gestellten Schnittstellenfunktionalitäten anzupassen. Zudem
werden dem Anwender über die Benutzerschnittstelle die Ergebnisse der Berechnungs-
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prozesse der Adaptation Engine mitgeteilt. Dazu stellt sie dieser die im Folgenden be-
schriebenen Schnittstellen zu Verfügung.
AdaptionOptionID selectAdaptationOption(AdaptionOptionList aOps,
WorkflowModel wf, ContextInfo cInfo, DependencyList aDeps)
Mit Hilfe dieser Funktion wird der Anwender über die Benutzerschnittstelle von
der Adaptation Engine dazu aufgefordert, eine Anpassungsmöglichkeit aus der
Menge der berechneten validen Anpassungsmöglichkeiten aOps für  den
Workflow wf auszuwählen. Dabei wird ihm die Kontextinformation cInfo, wel-
che den Anpassungsprozess ausgelöst hat sowie die bei der Anpassung berück-
sichtigten Aktivitätsabhängigkeiten aDeps mitgeteilt.
boolean confirmDeletion(String activityID, WorkflowModel wf,
ContextInfo cInfo, DependencyList aDeps)
Auf Basis dieser Funktion wird der Anwender dazu aufgefordert, das Löschen der
Aktivität activityID aus dem Workflow wf zu bestätigen bzw. abzulehnen.
Dabei wird ihm die Kontextinformation cInfo, welche das Löschen der Aktivität
erfordert sowie die berücksichtigten Aktivitätsabhängigkeiten aDeps mitgeteilt.
void warn(ContextAdaptation cAdap, WorkflowModel wf, ContextInfo
cInfo)
Über diese Funktion wird der Anwender darüber informiert, dass die, durch die
Kontextinformation cInfo notwendige Kontextanpassung cAdap aufgrund der
Verletzung von Aktivitätsabhängigkeiten und/oder zustandsbezogenen Ein-
schränkungen nicht auf dem Workflow wf ausgeführt werden kann.
void warn(WorkflowModel wf, TaskDepedenclyList aDeps)
Über diese Funktion wird der Anwender darüber informiert, dass der vom
Workflow Model Manager empfangene initiale Workflow (siehe Unterabschnitt
6.3.1.2) nicht valide gegenüber den betrachteten Aktivitätsabhängigkeiten aDeps
ist.
void insertionSuccessful(boolean successful, AdaptionOption aOp)
Mit Hilfe dieser Funktion wird dem Anwender mitgeteilt, ob die Ausführung der
Anpassungsmöglichkeit aOp erfolgreich war.
void deletionSuccessful(boolean successful, String acitivityID)
Auf Basis dieser Funktion wird dem Anwender mitgeteilt, ob das Löschen der
Aktivität activityID erfolgreich war.
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6.3.7 Adaptation Engine
In diesem Unterabschnitt erfolgt die Spezifikation der Adaptation Engine. Die Adaptation
Engine ist die zentrale Komponente der Adaptionsschicht. Von ihr wird der Anpassungs-
prozess vom Empfang einer Kontextinformation bis zur Ausführung der notwendigen
Anpassung nach dem in Abbildung 6-3 dargestellten Schema koordiniert. Der Anpas-
sungsprozess lässt sich wie in Abbildung 6-6 dargestellt in die folgenden drei Teilprozes-
se einteilen:
- Teilprozess 1:  Ermittlung der Kontextanpassung und der zu berücksichtigenden
Aktivitätsabhängigkeiten
- Teilprozess 2:  Ausführung der Basisalgorithmen zur automatischen Anpassung
von Workflows
- Teilprozess 3:  Auswahl und Ausführung einer Anpassung
Im Folgenden wird beschrieben, wie die Adaptation Engine diese Teilprozesse unter Zu-
hilfenahme der zuvor spezifizierten Komponenten der Adaptionssicht umsetzt und welche
Konzepte sie dabei verwendet. Die Interaktion mit den andern Komponenten erfolgt über
die zuvor spezifizierten Schnittstellenfunktionen der Komponenten.
Teilprozess 1: Ermittlung der Kontextanpassung und der zu berücksichtigenden Akti-
vitätsabhängigkeiten
Teilprozess 1 beschäftigt sich mit der Ermittlung der notwendigen Kontextanpassung auf
Basis einer Kontextinformation sowie der Bestimmung der bei der Anpassung zu berück-
sichtigenden Aktivitätsabhängigkeiten. Abbildung 6-7 zeigt, wie die Adaption Engine
diesen Teilprozess umsetzt für den Fall, dass eine Kontextinformation das Einfügen einer
Aktivität in einen der gerade ausgeführten Workflow erfordert.
Zunächst liest die Engine die vom Kontextdienst versendete Kontextinformation ein.
Daraufhin bildet sie diese mit Hilfe des Anpassungsmodells über den AM Manager auf
die notwendige Kontextanpassung ab. Im nächsten Schritt lädt die Engine über den
Workflow Model Manager alle Workflow-Modelle aus dem Workflow Model Reposito-
ry, deren zugehörige Instanzen von der Anpassung betroffen sind. Das sind alle die Mo-
delle, deren Typ mit dem Typ übereinstimmt, welcher in der Kontextanpassung spezifi-
ziert ist. Im letzten Schritt von Teilprozess 1 erfragt die Engine alle zu berücksichtigen-
den Aktivitätsabhängigkeiten über den AAM Manager. Dabei nutzt sie den in Unterab-
schnitt 5.4.3 spezifizierten Zusammenhang zwischen Anpassungsoperationen und Aktivi-
tätsabhängigkeiten, um die Anzahl der zu berücksichtigenden Aktivitätsabhängigkeiten
zu reduzieren.
Erfordert eine Kontextinformation keine Kontextanpassung oder ist keiner der ausgeführ-
ten Workflow-Instanzen von der Anpassung betroffen, wird der Anpassungsprozess für
diese Kontextinformation beendet.
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Abbildung 6-6: Einteilung des Anpassungsprozesses in drei Teilprozesse
Teilprozess 2: Prozess zur Ausführung der Basisalgorithmen zur automatischen An-
passung von Workflows
Teilprozess 2 spezifiziert für den Fall, dass die in Teilprozess 1 ermittelte Kontextanpas-
sung das Einfügen einer Aktivität erfordert, den Ablauf zur Berechnung aller validen
Anpassungsmöglichkeiten. Für den Fall, dass die Kontextanpassung das Löschen einer
Aktivität erfordert, spezifiziert Teilprozess 2 den Ablauf zur Überprüfung, ob das Lö-
schen der Aktivität zu einem validen Workflow führt. Die Umsetzung von Teilprozess 2
durch die Adaptation Engine basiert auf den Basisalgorithmen zur automatischen Anpas-
sung von Workflows (siehe Algorithmus 5 und 6).
SPEZIFIKATION DER ADAPTIONSSCHICHT 176
Abbildung 6-7: Beispielablauf von Teilprozess 1 (Ermittlung der Kontextanpassung und der zu
berücksichtigenden Einschränkungen)
Erfordert eine Kontextanpassung das Einfügen einer Aktivität, ermittelt die Engine auf
Basis von Algorithmus 5 die Menge aller validen Anpassungsmöglichkeiten in dem in
Listing 6-10 dargestellten Schema. Dieses entspricht einer Anpassungsmöglichkeit nach
Definition 5-22. Algorithmus 5 erfordert als Eingabeparameter den anzupassenden
Workflow, die Menge der zu berücksichtigenden Einschränkungen, die einzufügende
Aktivität sowie die Menge ?. Wie in Unterabschnitt 5.4.1.2 beschrieben, entspricht diese
Menge einer sinnvoll eingeschränkten Teilmenge aller Knotenpaare (?,?) aus dem anzu-
passenden Workflow, welche zur Ausführung der Einfügefunktionen benötigt wird. Alle
Parameter, bis auf die Menge ?, stehen der Engine (hauptsächlich aus Teilprozess 1) zur
Verfügung. Zur Umsetzung von Teilprozess 2 ermittelt sie daher zunächst die Menge ?
für den anzupassenden Workflow.
Daraufhin iteriert die Engine nach Algorithmus 5 über jedes (?,?)  Paar  in ?.  In  jeder
Iteration führt sie dabei die in Abbildung 6-8 dargestellte Prozedur aus.
Zunächst erstellt sie eine Kopie des in Teilprozess 1 geladenen Workflow-Modells, des-
sen zugehörige Instanz von der Anpassung betroffen ist. Daraufhin ermittelt sie mit Hilfe
des ZEM Managers, ob die zu berücksichtigenden zustandsbezogenen Einschränkungen
aus dem Zustandseinschränkungsmodell das Einfügen einer Aktivität vor dem Knoten ?
erlauben. Ist dies der Fall, fügt die Engine die Aktivität mit Hilfe der spezifizierten Ein-
fügefunktionen (siehe Unterabschnitt 5.4.1.1) zunächst nebenläufig zu allen Pfaden vom
Knoten ? zum Knoten ? in die Workflow-Kopie ein. Daraufhin transformiert sie die an-
gepasste Kopie nach Definition 5-5 in ein Petri Netz und überprüft mit Hilfe des Syntax
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Analyzers,  ob das Petri  Netz sound und damit  syntaktisch korrekt  ist.  Ist  das Petri  Netz
und damit nach Proposition 1 auch die Workflow-Kopie syntaktisch korrekt, überprüft
die Engine auf Basis des Semantic Analyzer, ob die Kopie ebenfalls valide gegenüber der
Menge der zu berücksichtigenden Aktivitätsabhängigkeiten ist. Tritt dieser Fall ein, fügt
sie die in Listing 6-11 dargestellte Anpassungsmöglichkeit der Liste der validen Anpas-
sungsmöglichkeiten hinzu. Daraufhin führt sie den gleichen Vorgang für die anderen in
dieser Arbeit betrachteten Einfügefunktionen (alternativeInsertToEdge(), alternativeIn-
sertToPair() und serialInsert()) durch, mit dem Unterschied, dass sie im Falle des seriel-
len Einfügens bzw. des alternativen Einfügens einer Aktivität zu einer Kante nach Algo-
rithmus 5 sicherstellen muss, dass die Menge der zu berücksichtigenden zustandsbezoge-
nen Einschränkungen das Einfügen der Aktivität vor dem Knoten ? erlaubt.
Abbildung 6-8: Beispielablauf von Teilprozess 2 (Prozess zur Ausführung der Basisalgorithmen
zur automatischen Anpassung von Workflows)
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Listing 6-10: XML-Schema einer Anpassungsmöglichkeit
Listing 6-11: XML-Spezifikation der Anpassungsmöglichkeit (‘concurrentIsnert‘, activity, (x,y),
workflow) (nach Definition 5-22)
Erfordert die Kontextanpassung das Löschen einer Aktivität überprüft die Engine auf
Basis von Algorithmus 6, ob das Löschen der Aktivität zu einem validen Workflow führt.
Die dabei verwendete Prozedur ähnelt sehr der in Abbildung 6-8 dargestellten Prozedur
und wird daher nicht näher beschrieben.
Teilprozess 3: Prozess zur Auswahl und Ausführung einer Anpassung
Der dritte Teilprozess beschäftigt sich mit der Auswahl und Ausführung der berechneten
Anpassungsmöglichkeiten sowie mit der Warnung des Anwenders.
Wurde bei der Ausführung von Teilprozess 2 von der Engine keine valide Anpassungs-











2:   <xsd:element name="adaptationOption">
3:     <xsd:complexType>
4:       <xsd:sequence>
5:         <xsd:element name="operation" type="operationType"/>
6:         <xsd:element name="activity" type="string"/>
7:         <xsd:element name="pair" type="pairType"/>
8:         <xsd:element name="workflow" type="string"/>
9:       </xsd:sequence>
10:     </xsd:complexType>
11:   </xsd:element>
12:   <xsd:simpleType name="operationType">
13:     <xsd:restriction base="string">
14:       <xsd:enumeration value="serialInsert"/>
15:       <xsd:enumeration value="alternativeInsertToPair"/>
16:       <xsd:enumeration value="alternativeInsertToEdge"/>
17:       <xsd:enumeration value="concurrentInsert"/>
18:     </xsd:restriction>
19:   </xsd:simpleType>
20:   <xsd:complexType name="pairType">
21:     <xsd:sequence>
22:       <xsd:element name="x" type="string"/>
23:       <xsd:element name="y" type="string"/>
24:     </xsd:sequence>
25:   </xsd:complexType>
26: </xsd:schema>
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validen Workflow führt, informiert bzw. warnt sie den Anwender. Damit ist der Anpas-
sungsprozess für die empfangene Kontextinformation beendet. Wie bereits erwähnt, ist
die Auflösung von Konflikten bzw. Verletzungen von Einschränkungen nicht Bestandteil
dieser Arbeit.
Wurde von der Engine mindestens eine ausführbare valide Anpassungsmöglichkeit be-
rechnet, führt die Engine unter der Voraussetzung, dass der Anwender eine Anpassungs-
möglichkeit zum nebenläufigen Einfügen einer Aktivität auswählt, den in Abbildung 6-9
illustrierten Prozess aus.
Nach diesem fordert sie den Anwender über die Benutzerschnittstelle zunächst dazu auf
eine der ermittelten validen Anpassungsmöglichkeiten auszuwählen. Daraufhin überprüft
sie, ob sich während des Anpassungsprozesses der Status oder die Struktur der von der
Anpassung betroffenen Workflow-Instanz verändert hat. Dies ist notwendig, da die Ver-
änderung der Workflow-Instanz während des Berechnungsprozesses dazu führen kann,
dass die Ausführung einer der berechneten validen Anpassungsmöglichkeiten die verän-
derte Instanz in einen nicht validen und damit nicht praktikablen Workflow transformiert.
Zur Überprüfung, ob die von der Anpassung betroffene Workflow-Instanz während des
Anpassungsprozesses verändert wurde, lädt die Engine das zugehörige Modell über den
Workflow Model Manager aus dem Workflow Model Repository und vergleicht dieses
mit dem Modell auf dessen Basis sie zuvor die validen Anpassungsmöglichkeiten berech-
net hat. Stimmen die Modelle überein, wurde die Instanz während des Berechnungspro-
zesses nicht angepasst. Ist dies der Fall, führt die Engine die ausgewählte Anpassungs-
möglichkeit mit Hilfe des adaptiven WfMS aus. Abhängig von der Operation, welche
innerhalb der Anpassungsmöglichkeit spezifiziert ist, ruft sie dazu eine der folgenden
Schnittstellenfunktionen des adaptiven WfMS auf: alternativeInsertToPair, alternativeIn-
sertToEdge, concurrentInsert oder serialInsert. Um die Konsistenz zwischen der ange-
passten Workflow-Instanz und dem zugehörigen Workflow-Modell aus dem Workflow
Model Repository zu gewährleisten, passt die Engine ebenfalls das Modell über den
Workflow Model Manager an. Daraufhin bestätigt sie dem Anwender die erfolgreiche
Ausführung der Anpassungsmöglichkeit.
Wurde nach der Auswahl eine Anpassungsmöglichkeit festgestellt, dass die betroffene
Instanz während des Berechnungsprozesses verändert wurde, wird der Anwender gewarnt
und die Anpassungsmöglichkeit nicht ausgeführt.
Für den Fall, dass die ermittelte Kontextanpassung das Löschen einer Aktivität erfordert
und die Engine innerhalb der Umsetzung von Teilprozess 2 ermittelt hat, dass die Aus-
führung der Löschung zu einem validen Workflow führt, geht die Engine nach einem
ähnlichen Schema vor. Der einzige Unterschied liegt darin, dass vom Anwender keine
Anpassungsmöglichkeit ausgewählt werden muss, sondern lediglich das Löschen der
Aktivität bestätigt oder abgelehnt werden muss.
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Abbildung 6-9: Beispielablauf von Teilprozess 3 (Prozess zur Auswahl und Ausführung einer
Anpassung)
6.4 Zusammenfassung
Aufbauend auf den in Kapitel 5 vorgestellten Konzepten wurde in diesem Kapitel die
Adaptionsschicht spezifiziert. Innerhalb der Spezifikation wurden schrittweise die Archi-
tektur der Adaptionsschicht sowie der Anpassungsprozess zur Berechnung und Ausfüh-
rung aller validen Anpassungsmöglichkeiten beschrieben. Zudem wurden die Komponen-
ten der Architektur im Detail spezifiziert. Dabei wurde für jede Komponente ihre Funkti-
onsweise erläutert, beschrieben wie sie am geeignetsten umgesetzt werden kann und eine
angemessene Schnittstelle zur Interaktion mit anderen Komponenten definiert.
Die Adaptionsschicht wurde als eigenständige Schicht entwickelt, um die Verwaltung der
Anpassungslogik zu vereinfachen und die Anbindung bestehender adaptiver WfMS und
Kontextdienste zu ermöglichen. Durch die Spezifikation dedizierter Modelle für die Akti-
vitätsabhängigkeiten, zustandsbezogenen Einschränkungen und Abbildungen, können
diese einfach verwaltet und während des Anpassungsprozesses angepasst werden. So
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können neue Abbildungen, zustandsbezogene Einschränkungen und Aktivitätsabhängig-
keiten, die während des Anpassungsprozesses entstehen, unmittelbar berücksichtigt
werden.
Weiterhin wurden innerhalb der Spezifikation die Randbedingungen beschrieben, welche
von Kontextdiensten bzw. adaptiven WfMS erfüllt werden müssen, um von der Adapti-
onsschicht angebunden werden zu können. Damit möglichst viele dieser Systeme an die
Adaptionsschicht angebunden werden können, wurden die Randbedingungen so spezifi-
ziert, dass sie vom Großteil der existierenden adaptiven WfMS und Kontextdienste erfüllt
werden können bzw. diese ohne größeren Aufwand dahingehend erweitert werden
können.
Mit der Spezifikation der Adaptionsschicht wurde die Grundlage für eine geeignete und
effiziente Implementierung der Adaptionsschicht gelegt. Dies zeigt der im folgenden
Kapitel vorgestellte Prototyp der Adaptionsschicht sowie die Ergebnisse der auf seiner
Basis ausgeführten Performanceanalyse.




Dieses Kapitel dient der Validierung der Adaptionsschicht und der zugehörigen Konzepte
aus Kapitel 5 und 6. Dazu wird in Abschnitt 7.1 zunächst das Ziel und das Vorgehen der
Validierung erläutert. In Abschnitt 7.2 wird daraufhin eine prototypische Implementie-
rung der Adaptionsschicht bzw. der entwickelten Konzepte vorgestellt. Anschließend
werden in Abschnitt 7.3 der Prototyp und die Konzepte auf Basis von Testfällen evaluiert.
Die Komplexitätsanalyse sowie die durchgeführten Performancetests und deren Ergebnis-
se werden in Abschnitt 7.4 dargestellt. Daraufhin wird die entwickelte Lösung bezüglich
der aufgestellten Anforderungen in Abschnitt 7.5 bzw. den Kernfragen in Abschnitt 7.6
analysiert. Abschnitt 7.7 fasst das Validierungskapitel zusammen.
7.1 Ziel und Vorgehen der Validierung
Ziel der Validierung ist es zu zeigen, dass die Adaptionsschicht sowie die zugehörigen
Konzepte zur Berechnung aller validen Anpassungsmöglichkeiten
1. technisch umgesetzt werden können,
2. zur Problemlösung in verschiedenen Domänen eingesetzt werden können,
3. effizient implementiert werden können und
4. im Gegensatz zur aktuell ausgeführten manuellen Berechnung wirtschaftlicher
sind und alle validen Anpassungsmöglichkeiten korrekt und effizient berechnen.
Die Erfüllung dieser Ziele bildet die Voraussetzung für die Anwendbarkeit der Adapti-
onsschicht in der realen Welt.
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Die Validierung besteht aus drei Schritten. Im ersten Schritt wird zur Erfüllung von Ziel 1
der Prototyp der Adaptionsschicht beschrieben, der als Proof Of Concept für die entwi-
ckelten Konzepte implementiert wurde.
Im zweiten Schritt wird auf Basis der zwei in Abschnitt 3.1 vorgestellten Anwendungsfäl-
le aus den Domänen Katastrophenmanagement und Gesundheitswesen sowie 20 aus ih-
nen generierten Testfällen der Ansatz zur Berechnung und Ausführung aller validen An-
passungsmöglichkeiten validiert. Die Testfälle wurden mit Hilfe des entwickelten Proto-
typs ausgeführt. Für jeden Testfall werden die relevanten Artefakte, welche Ergebnisse
des Testfalls sind, beschrieben. Dieser Schritt zeigt, dass Ziel 2 erreicht ist und der Proto-
typ funktioniert. Zudem zeigt er, dass der entwickelte Ansatz alle validen Anpas-
sungsmöglichkeiten im Rahmen der Anwendungsfälle korrekt berechnet (Ziel 3).
Im letzten Schritt der Validierung wird die Performance des entwickelten Ansatzes analy-
siert. Dazu wird zunächst die Komplexität der entwickelten Algorithmen zur Validierung
von Workflows nach Aktivitätsabhängigkeiten sowie der Basisalgorithmen zur automati-
schen Anpassung von Workflows beschrieben. Daraufhin wird eine Reihe von Perfor-
mancemessungen, die auf Basis des Prototyps ausgeführt wurden, vorgestellt und disku-
tiert. Mit diesem Schritt wird gezeigt, dass Ziel 4 erreicht ist und der entwickelte Ansatz
effizienter als der auf Basis aktueller Technologien ausgeführte manuelle Ansatz ist
(Ziel 3).
7.2 Prototypische Implementierung der Adaptionsschicht
Um die technische Umsetzbarkeit der in Kapitel 5 und 6 konzipierten Adaptionsschicht
zu zeigen, wurde sie prototypisch implementiert.
In diesem Abschnitt wird der entwickelte Prototyp vorgestellt. Dazu werden zunächst die
technischen Eigenschaften des Prototyps beschrieben (Unterabschnitt 7.2.1). Daraufhin
wird die eigentliche prototypische Implementierung vorgestellt (Unterabschnitt 7.2.2).
7.2.1 Technische Eigenschaften der prototypischen Implementierung
Zur Entwicklung der Komponenten wurde größtenteils Eclipse in der Version 1.3.0 und
Java in der Version JDK 6.0.12 verwendet. Die Serialisierung und Deserialisierung der
benötigten Artefakte (Events, Workflow-Modelle, Abbildungen und Einschränkungen)
erfolgte mit Hilfe der Java Architecture for XML Binding (JAXB) und des Eclipse Mode-
ling Framework (EMF). Zur asynchronen Kommunikation zwischen dem Kontextdienst
und der Adaptionsschicht sowie zwischen dem adaptiven WfMS und der Adaptions-
schicht wurde der Java Messaging Service (JMS) eingesetzt. Als Message Broker zur
Kommunikation über JMS wurde der JBoss Applikation Server in der Version 4.0.0 ver-
wendet.
VALIDIERUNG 185
Unabhängig von der Adaptionsschicht wurde Protégé zur Erstellung des Aktivitätsabhän-
gigkeitsmodells eingesetzt.
7.2.2 Prototypische Implementierung
In diesem Unterabschnitt wird der implementierte Prototyp vorgestellt. Alle Komponen-
ten des Prototyps der Adaptionsschicht wurden als eigenständige Java Komponenten
implementiert. Dabei übernimmt jede Komponente die Funktionalität der gleichnamigen
Komponente aus der konzeptionellen Architektur (siehe Kapitel 6). Folglich entspricht
die konzeptionelle Architektur aus Abbildung 6-2 der Architektur des Prototyps. Auch
die Kommunikationsbeziehung zwischen den Komponenten und ihre Abhängigkeiten
untereinander können der konzeptionellen Architektur sowie der Beschreibung der Kom-
ponenten aus Kapitel 6 entnommen werden.
Der entwickelte Prototyp unterstützt alle Schritte des Anpassungsprozesses (siehe Abbil-
dung 6-3) bis auf die eigentliche Ausführung der Anpassung auf den laufenden
Workflow-Instanzen.
Zum Test des entwickelten Prototyps wurde die Funktionalität des eingesetzten adaptiven
WfMS sowie des eingesetzten Kontextdienstes emuliert. Die dazu entwickelten Emulato-
ren werden ebenfalls kurz in diesem Unterabschnitt beschrieben.
Adaptive WfMS
Zwar existieren Implementierungen für adaptive WfMS, jedoch sind diese nicht kosten-
frei zugänglich. Daher wurde zum Testen des entwickelten Prototyps der Adaptions-
schicht ein Emulator entwickelt, welcher die Funktionalität des adaptiven WfMS emu-
liert.
Der Emulator wurde als eigenständige Java Komponente entwickelt. Er erfüllt alle vier,
der an das adaptive WfMS gestellten Randbedingungen, welche von diesem zur Anbin-
dung an die Adaptionsschicht erfüllt werden müssen (siehe Unterabschnitt 6.2.2).
Zur Umsetzung von Randbedingung 2 und 3 (Versenden von Initial-Workflow-Events und
Update-Events) können über den Emulator manuell Initial-Workflow-Events und Update-
Events in den geforderten Schemata (siehe Listing 6-2 und Listing 6-3) versendet werden.
Das Versenden der Events an die Adaptation Engine erfolgt über JMS. Dazu wurde auf
dem verwendeten JBoss Server für jeden Event-Typ ein Topic angelegt. Die mit Hilfe der
Initial-Workflow-Events versendeten initialen Workflow-Modelle entsprechen der in
dieser Arbeit spezifizierten Workflow-Syntax und Workflow-Semantik. Damit setzt der
Emulator auch Randbedingung 1 (Berücksichtigung der in dieser Arbeit betrachteten
Workflows und Zustände) um.
Zur Umsetzung von Randbedingung 3 (Bereitstellung der spezifizierten Schnittstellen)
stellt der Emulator die in Unterabschnitt 6.2.2 vom adaptiven WfMS geforderten Schnitt-
stellenfunktionen bereit. Die Funktionen sind jedoch nicht implementiert. Folglich kann
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der Emulator keine Anpassungen an laufenden Workflow-Instanzen vornehmen. Dies hat
jedoch keinen Einfluss auf den Test des Prototyps.
Kontextdienst
Um den Test des entwickelten Prototyps der Adaptionsschicht zu vereinfachen, wurde der
eingesetzte Kontextdienst ebenfalls emuliert.
Wie der Emulator des adaptiven WfMS, wurde der Emulator des Kontextdienstes als
eigenständige Java Komponente implementiert. Er erfüllt alle an den eingesetzten Kon-
textdienst gestellten Randbedingungen (siehe Unterabschnitt 6.2.1).
Zur Umsetzung von Randbedingung 1 (Bereitstellung aller relevanten Kontextinformati-
onen) können über den Emulator manuell relevante Kontextinformationen in dem gefor-
derten Format (siehe Listing 6-1) versendet werden. Zum Versenden der Kontextinforma-
tionen nutzt der Emulator ebenfalls JMS sowie den JBoss Server. Damit unterstützt er die
passive Kontextnutzung und erfüllt Randbedingung 2 (Unterstützung der passiven Kon-
textnutzung).
Adaptionsschicht
Die Modelle der Adaptionsschicht wurden nach den in Kapitel 6 beschriebenen Konzep-
ten umgesetzt. So entspricht das Anpassungsmodell einer XML-Datei, in der alle Abbil-
dungen in Form von ECA-Regeln in der JRule Syntax (siehe Listing 6-5) hinterlegt sind.
Das Zustandseinschränkungsmodell entspricht ebenfalls einer XML-Datei, in der die
zustandsbezogenen Einschränkungen in dem in Listing 6-9 beschriebenen Format spezifi-
ziert werden. Das Aktivitätsabhängigkeitsmodell wird nach dem in Unterabschnitt 6.3.4
beschriebenen Konzept als OWL Ontologie umgesetzt. Die Ontologie beinhaltet demnach
alle in Listing 6-7 dargestellten Object Properties und Object Property Features, welche
die in dieser Arbeit betrachteten Aktivitätsabhängigkeitstypen und deren Eigenschaften
repräsentieren. Zur Spezifikation der Ontologie wird OWL in der Ausprägung OWL-DL
eingesetzt. OWL-DL unterstützt alle der benötigten Object Property Features. In der On-
tologie werden die Aktivitätsabhängigkeiten als Object Property Assertions zwischen
Individuals spezifiziert.
Der Großteil der Komponenten des entwickelten Prototyps wurde als eigenständige Java
Komponente entwickelt und nutzt damit lediglich die von der Java Laufzeitumgebung
bereitgestellten Bibliotheken. Zusätzliche Funktionalitäten werden nur vom AAM Mana-
ger (Aktivitätsabhängigkeitsmodell Manager) und vom AM Manager (Anpassungsmodell
Manager) genutzt. Zur Umsetzung des AAM Managers wurde der Pellet [SPG+07] Rea-
soner in der Version 1.5 eingesetzt. Um den Zugriff auf die Abbildungen im Anpas-
sungsmodell zu ermöglichen, nutzt der AM Manager die jRule Engine in der Version 1.3.
Zum Empfang der vom Kontextdienst versendeten Kontextinformationen, sowie der vom
adaptiven WfMS versendeten Initial-Workflow-Events und Update-Events, haben die
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Adaptation Engine bzw. der Workflow Model Manager die Events der entsprechenden
JMS Topics abonniert.
Wie in Unterabschnitt 5.2.2.3 beschrieben, ist ein wesentlicher Vorteil des entwickelten
Ansatzes, dass die im Anpassungsprozess notwendige syntaktische Analyse von
Workflows auf Basis bestehender Ansätze zur Soundness Validierung von Petri Netzen
umgesetzt werden kann. Zur Umsetzung des Syntax Analyzer wurde daher auf eine exis-
tierende Implementierung eines dieser Ansätze zurückgegriffen. Sie wurde von der Uni-
versität Einthoven19 zur Verfügung gestellt und ist ein Bestandteil des Peri Netz Verifika-
tionswerkzeugs Woflan [Ver04], welches wiederum ein Bestandteil des ProM Toolkits20
ist.
7.2.3 Zusammenfassung und Einschränkungen des Prototyps
In diesem Abschnitt wurde die prototypische Implementierung der Adaptionsschicht so-
wie die zum Test des Prototyps implementierten Emulatoren des adaptiven WfMS und
des Kontextdienstes vorgestellt. Der Prototyp unterstützt alle Schritte des Anpassungs-
prozesses zur Berechnung aller validen Anpassungsmöglichkeiten auf Basis einer Kon-
textinformation.
Mit der Entwicklung des Prototyps wurde gezeigt, dass die in Kapitel 5 und 6 entwickel-
ten Konzepte technisch umgesetzt werden.
Der Prototyp dient als Grundlage für die im folgenden Abschnitt beschriebene szenario-
basierte Validierung sowie der Performanceevaluierung in Abschnitt 7.4.
Der Prototyp weist folgende Einschränkungen auf:
Benutzerschnittstelle  Der Prototyp verfügt über keine graphische Benutzerschnittstelle.
Daher müssen die Modelle (Anpassungsmodell, Aktivitätsabhängigkeitsmodell und Zu-
standseinschränkungsmodell) programmatisch über die zugehörigen Manager angepasst
werden oder die Anpassung direkt im XML bzw. OWL Code des Modells vorgenommen
werden.
Workflow Model Repository  Das  Workflow  Model  Repository  wurde  als  einfache
Hash-Tabelle implementiert.
19 Homepage der Universität: http://w3.tue.nl/nl/
20 Projekt-Homepage: http://prom.win.tue.nl/tools/prom/
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Beide Einschränkungen haben keinen negativen Einfluss auf die im folgenden Abschnitt
beschriebenen Testergebnisse.
7.3 Szenariobasierte Validierung
In diesem Abschnitt werden die entwickelten Konzepte zur Berechnung und Ausführung
aller validen Anpassungsmöglichkeiten auf Basis der zwei in Unterabschnitt 3.1 vorge-
stellten Anwendungsfälle aus den Domänen Katastrophenmanagement und Gesundheits-
wesen sowie dem entwickelten Prototyp validiert.
Ziel dieser Validierung ist es zu zeigen, dass die konzipierte Adaptionsschicht in ver-
schiedenen Anwendungsfällen eingesetzt und damit zur Problemlösung in unterschiedli-
chen Domänen beitragen kann. Zudem soll durch die Validierung die Funktionsfähigkeit
des zuvor beschriebenen Prototyps und die Korrektheit des Ansatzes im Rahmen der An-
wendungsfälle belegt werden.
Zur Validierung des entwickelten Ansatzes sowie der Funktionsfähigkeit des Prototyps
wurden aus den beiden Anwendungsfällen 20 Testfälle extrahiert. Die Testfälle decken
alle notwendigen Schritte zur Berechnung und Ausführung aller validen Anpassungsmög-
lichkeiten ab. Die Testfälle werden durch genaue Vor- und Nachbedingungen sowie ihren
Erfüllungsgrad durch den Prototyp im Anhang V beschrieben. Sie können den folgenden
Phasen zugeordnet werden:
(1) Spezifikation der Einschränkungen und Abbildungen (TF-01 bis TF-03)
(2) Pflege der erweiterten Workflow-Modelle (TF-03 bis TF-04)
(3) Ermittlung der Kontextanpassung und der zu berücksichtigenden Einschränkun-
gen (TF-05 bis TF-09)
(4) Ausführung der Basisalgorithmen zur automatischen Anpassung von Workflows
(TF-10 bis TF-15)
(5) Auswahl und Ausführung einer Anpassung (TF-16 bis TF-20)
Innerhalb dieser Phasen werden alle notwendigen Aktionen zur Berechnung und Ausfüh-
rung aller validen Anpassungsmöglichkeiten ausgeführt. Mit dem erstmaligen Durchlau-
fen der Phasen 1 und 2 werden die minimalen Voraussetzungen für die Ausführung des
eigentlichen Anpassungsprozesses geschaffen. Dieser wird innerhalb der Phasen 3 bis 5
ausgeführt. Diese Phasen entsprechen den gleichnamigen Teilprozessen, welche von der
Adaptation Engine koordiniert werden (siehe Unterabschnitt 6.3.7). Die Phasen unterlie-
gen keiner chronologischen Reihenfolge. So kann sich nach dem erstmaligen Durchlaufen
der Phasen 1 und 2 die Adaptionsschicht beispielsweise gleichzeitig in den Phasen 2 und
3 befinden.
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Alle Testfälle wurden mit Hilfe des entwickelten Prototyps ausgeführt und hinsichtlich
der Vor- und Nachbedingungen analysiert.
Im Folgenden wird gezeigt, wie die Testfälle für die beschriebenen Anwendungsfälle
umgesetzt werden. Dabei werden die erstellten Artefakte (z. B. Aktivitätsabhängigkeiten,
Petri Netze und Workflow-Modelle) beispielhaft für die betrachteten Domänen gezeigt.
Eine detaillierte Liste aller relevanten Artefakte befindet sich in Anhang VI und Anhang
VII.
7.3.1 Spezifikation der Einschränkungen und Abbildungen
Vor der Ausführung des Anpassungsprozesses müssen zunächst alle bekannten zu be-
rücksichtigenden Einschränkungen und Abbildungen in den zugehörigen Modellen spezi-
fiziert werden. Tabelle 7-1 zeigt alle an dieser Phase beteiligten Testfälle, zusammen mit
den Konzepten auf deren Basis sie umgesetzt wurden. Abbildung 7-1 illustriert die an den
Testfällen beteiligten Komponenten.
Aufgrund der Einschränkungen des Prototyps (siehe Unterabschnitt 7.2.3) werden die
Einschränkungen und Abbildungen mit Ausnahme der Aktivitätsabhängigkeiten vom
Anwender direkt im entsprechenden Modell erstellt.
TF-Nr. Beschreibung Zugehöriges Konzept














Tabelle 7-1: Testfälle zur Spezifikation der Einschränkungen und Abbildungen
Ein wesentlicher Bestandteil dieser Phase ist die Spezifikation aller zu berücksichtigen-
den Aktivitätsabhängigkeiten im Aktivitätsabhängigkeitsmodell durch den Anwender
(TF-01). In den betrachteten Anwendungsfällen nutzt dieser dazu Protégé. Protégé ist ein
vorhandenes Werkzeug zur Erstellung, Verwaltung und Validierung von OWL Ontolo-
gien.
Tabelle 7-2 und Tabelle 7-3 zeigen eine Auswahl der in den beiden Anwendungsfällen
Katastrophenmanagement und Gesundheitswesen zu berücksichtigenden Aktivitätsab-
hängigkeiten. Eine vollständige Liste der berücksichtigenden Aktivitätsabhängigkeiten
aus beiden Anwendungsfällen befindet sich im Anhang VI und Anhang VII.
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Tabelle 7-3: Aktivitätsabhängigkeiten im Anwendungsfall Gesundheitswesen
Neben der Spezifikation der Aktivitätsabhängigkeiten werden in dieser Phase alle zu be-
rücksichtigenden zustandsbezogenen Einschränkungen im Zustandseinschränkungsmo-
dell durch den Anwender spezifiziert (TF-02). Damit legt dieser fest, welche Knoten wel-
chen Typs in welchem Zustand gelöscht werden dürfen bzw. vor welchen Knoten wel-
















































Tabelle 7-4 zeigt einige der zu berücksichtigenden zustandsbezogenen Einschränkungen
aus den betrachteten Anwendungsfällen. Eine Liste aller berücksichtigten zustandsbezo-
genen Einschränkungen für beide Anwendungsfälle befindet sich in Anhang VI und An-
hang VII. Die Auswahl der Einschränkungen hing maßgeblich von gesetzlichen Vorga-










Tabelle 7-4: Zustandsbezogene Einschränkungen aus den Anwendungsfällen Katastrophenmana-
gement und Gesundheitswesen
In einem weiteren Schritt dieser Phase werden die Abbildungen vom Anwender im An-
passungsmodell spezifiziert (TF-03). Mit diesen legt der Anwender fest, unter welchen
Bedingungen welche Kontextinformationen welche Kontextanpassungen erfordern. Ohne
die Spezifikation einer Abbildung können keine Anpassungsmöglichkeiten berechnet
werden. Tabelle 7-5 und Tabelle 7-6 zeigen beispielhaft für die Anwendungsfälle Kata-
strophenmanagement und Gesundheitswesen unter welcher Bedingung eine Kontextin-
formation
(Kontextvariable (?), Kontextwert (?), Metrik (?), Lokation/Entität (l), Er-
fassungszeit(?))
welche Anpassung erfordert. In Anhang VI und Anhang VII befinden sich vollständige
Listen aller spezifizierten Abbildungen aus den beiden betrachteten Anwendungsfällen.
Bedingung Kontextanpassung
? = ‘Giftgaskonzentration’ UND
? > 100 UND
? = ‘ppm’ UND
? ? ‘Umland’
Füge Aktivität Dekontamination
in Workflows vom Typ Evaku-
ierung ein
? = ‘Todesfaelle’ UND
? = 0 UND
? = natuerlicheZahlen
Lösche Aktivität Bergung von
Toten aus Workflows vom Typ
Evakuierung und Pandemie
Tabelle 7-5: Abbildungen im Anwendungsfall Katastrophenmanagement
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Bedingung Kontextanpassung
? = ‘Luftnot’ UND
? > true UND
? = boolean
Füge Aktivität Spirometrische
Untersuchung in Workflows vom
Typ DEGAM Leitlinie Husten ein
Tabelle 7-6: Abbildungen im Anwendungsfall Gesundheitswesen
7.3.2 Pflege der erweiterten Workflow-Modelle
Neben der Spezifikation der zu berücksichtigenden Einschränkungen und Abbildungen
müssen zur Berechnung valider Anpassungsmöglichkeiten die erweiterten Workflow-
Modelle durch den Workflow Manager gepflegt werden (siehe Unterabschnitt 6.3.1).
Diese spiegeln den aktuellen Ausführungszustand der zugehörigen Workflow-Instanzen
wider und bilden die Basis für den Berechnungsprozess. Tabelle 7-7 zeigt alle an der
Pflege der Workflow-Modelle beteiligten Testfälle zusammen mit den Konzepten auf
deren Basis sie umgesetzt werden. Abbildung 7-1 illustriert die an den Testfällen beteilig-
ten Komponenten.
TF-Nr. Beschreibung Zugehöriges Konzept








Tabelle 7-7: Testfälle zur Pflege der erweiterten Workflow-Modelle
Die Strategie des Workflow Managers zur Pflege der Workflow-Modelle ist zweigeteilt.
Im ersten Teil lässt sich der Workflow Model Manager über ein Initial-Workflow-Event
vom adaptiven WfMS das initiale Workflow-Modell der neu geladenen Workflow-
Instanz zuschicken und verarbeitet es (TF-04). In Anhang VI und Anhang VII sind die
initialen Workflow-Modelle der Workflows Evakuierung (kurz EVK) und Leitlinie Hus-
ten (kurz: HUS) aus den betrachteten Anwendungsfällen dargestellt. Eine graphische
Darstellung dieser Workflows befindet sich in Abbildung 3-1 und Abbildung 3-3.
Bevor der Workflow Model Manager die empfangenen Modelle im Workflow Model
Repository hinterlegt, überprüft er mit Hilfe des Syntax Analyzers und des Semantic
Analyzers ihre syntaktische und semantische Validität. Diese Schritte werden in den Test-
fällen TF-12 bis TF-14 im Detail beschrieben.
Im zweiten Teil aktualisiert der Workflow Model Manager die Modelle auf Basis von
Update-Events. Diese werden vom adaptiven WfMS versendet und enthalten Informatio-
nen über Statusänderung der Workflow-Instanzen. Tabelle 7-8 zeigt die Update-Events,
welche vom adaptiven WfMS im Szenario Katastrophenmanagement bis zum Zeitpunkt
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versendet wurden, zu dem sich der erste XorSplit (xs1) im Einsatzplan Evakuierung im
Zustand beendet befindet.










Tabelle 7-8: Update-Events aus dem Anwendungsfall Katastrophenmanagement
7.3.3 Ermittlung der Kontextanpassung sowie der zu berücksichtigenden
Aktivitätsabhängigkeiten
Parallel zum Prozess zur Pflege der Workflow-Modelle durch den Workflow Manager
läuft der eigentliche Anpassungsprozess. In der ersten Phase dieses Prozesses wird auf
Basis einer Kontextinformation die notwendige Kontextanpassung sowie die bei der Aus-
führung der Anpassung zu berücksichtigenden Aktivitätsabhängigkeiten ermittelt. Die an
dieser Phase beteiligten Testfälle und die Konzepte auf deren Basis sie umgesetzt werden
sind in Tabelle 7-9 dargestellt. Abbildung 7-2 illustriert welche Komponenten an der
Umsetzung der Testfälle beteiligt sind.
TF-Nr. Beschreibung Zugehöriges Konzept
TF-06 Empfang einer Kontextinformation Modellierung von Kontext,
Zugriff auf Kontext (6.2.1)
TF-07 Abbildung einer Kontextinforma-
tion auf eine Kontextanpassung
Modellierung von Abbildungen
(6.3.3.2)
TF-08 Ermittlung betroffener Workflows





Tabelle 7-9: Testfälle zur Ermittlung der Kontextanpassung sowie der zu berücksichtigenden Ak-
tivitätsabhängigkeiten
Im ersten Schritt dieser Phase wird eine vom Kontextdienst versendete Kontextinformati-
on von der Adaptation Engine empfangen (TF-06). Tabelle 7-10 und Tabelle 7-11 zeigen
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in chronologischer Reihenfolge die Kontextinformationen, welche innerhalb der beiden
Anwendungsfälle von der Adaptionsschicht empfangen wurden.








Giftgaskonzentration 100 ppt Mülheim 24.08.10 15:39:45
Giftgaskonzentration 150 ppt Mülheim 24.08.10 15:51:34
Vandalismus true boolean Innenstadt 24.08.10 16:33:10
Todesfälle 0 ? Mülheim 24.08.10 16:59:31
Pegelstand 380 cm Rhein -
Messpunkt 9
24.08.10 17:04:09
Pegelstand 405 cm Rein -
Messpunkt 9
24.08.10 20:29:44
Tabelle 7-10: Empfangene Kontextinformationen im Anwendungsfall Katastrophenmanagement
Nach dem Empfang einer Kontextinformation ermittelt die Adaption Engine mit Hilfe des
AM Managers und des Anpassungsmodells, ob und wenn ja, welche Kontextanpassung


















Luftnot true boolean Patient i357 25.08.10 08:43:53
Fremdkörperaspiration true boolean Patient i357 24.08.10 10:18:12
Lungenentzündung true boolean Patient i357 24.08.10 12:24:33
Tabelle 7-11: Empfangene Kontextinformationen im Anwendungsfall Gesundheitswesen
Im Anwendungsfall Katastrophenmanagement erfordert beispielsweise die dritte Kontext-
information aus Tabelle 7-10 nach der ersten Abbildung aus Tabelle 7-5 folgende Kon-
textanpassung:
Füge Aktivität Dekontamination in Workflows vom Typ Evakuierung ein.
Hat die Adaption Engine über den AM Manager eine Kontextanpassung ermittelt, über-
prüft sie, ob eine der geladenen oder ausgeführten Workflow-Instanzen von der Anpas-
sung betroffen ist. Dazu lädt sie mit Hilfe des Workflow Model Managers alle Workflow-
Modelle aus dem Workflow Model Repository, welche von dem Typ sind, der in der
Kontextanpassung spezifiziert ist (TF-08). In den beiden Anwendungsfällen sind dies
jeweils die Modelle der betrachteten Workflows Evakuierung und Leitlinie Husten.
Hat die Engine ein Workflow-Modell geladen, ermittelt sie alle bei der Anpassung zu
berücksichtigenden Aktivitätsabhängigkeiten (TF-09). Dabei nutzt sie den in Unterab-
schnitt 5.4.3 beschriebenen Zusammenhang zwischen Anpassungsoperationen und Ab-
hängigkeiten, um die Anzahl der zu berücksichtigenden Aktivitätsabhängigkeiten zu re-
duzieren.
Tabelle 7-12 zeigt für den Anwendungsfall Katastrophenmanagement alle Aktivitätsab-
hängigkeiten, die beim Einfügen der Aktivität Dekontamination in den Workflow Evaku-
ierung berücksichtigt werden müssen. Die ersten acht Abhängigkeiten aus Tabelle 7-12
müssen berücksichtigt werden, da es sich bei ihnen um ausgehende Abhängigkeiten von
der Aktivität Dekontamination handelt (siehe Unterabschnitt 5.4.3). Die letzten sechs
Abhängigkeiten müssen berücksichtigt werden, da sie im Falle des alternativen Einfügens
der Aktivität Dekontamination verletzt werden könnten.
Tabelle 7-13 zeigt alle Aktivitätsabhängigkeiten, die im Anwendungsfall Gesundheitswe-
sen beim Einfügen der Aktivität Spirometrische Untersuchung in den Workflow Leitlinie
Husten berücksichtigt werden müssen. Im Gegensatz zum Anwendungsfall Katastro-
phenmanagement befindet sich im Aktivitätsabhängigkeitsmodell dieses Anwendungs-
falls eine Abhängigkeit vom Typ directSerialAfter. Diese muss neben den ausgehenden
Abhängigkeiten sowie den bestehenden Abhängigkeiten vom Typ require berücksichtigt
werden, da sie durch die Anpassung verletzt werden kann – beispielsweise wenn zwi-
schen den beiden Aktivitäten, zwischen denen die Abhängigkeit besteht, durch die An-


































Tabelle 7-13: Aktivitätsabhängigkeiten im Anwendungsfall Gesundheits
-wesen
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7.3.4 Ausführung der Basisalgorithmen zur automatischen Anpassung von
Workflows
Nach der Ermittlung der zu berücksichtigenden Aktivitätsabhängigkeiten und der
Workflow-Modelle, deren zugehörige Instanzen von der Anpassung betroffen sind, ermit-
telt die Adaptation Engine für den Fall, dass die Kontextinformationen das Einfügen einer
Aktivität erfordert, alle validen Anpassungsmöglichkeiten für diese Aktivität auf Basis
von Algorithmus 5. Erfordert die Kontextinformation hingegen das Löschen einer Aktivi-
tät ermittelt sie auf Basis von Algorithmus 6, ob das Löschen der Aktivität die betroffene
Workflow-Instanz in eine valide Workflow-Instanz überführt.
Die an diesen Prozessen beteiligten Testfälle sowie die Konzepte auf deren Basis sie um-
gesetzt werden sind in Tabelle 7-14 dargestellt. Abbildung 7-2 illustriert welche Kompo-
nenten an der Umsetzung der Testfälle beteiligt sind.
TF-Nr. Beschreibung Zugehöriges Konzept
TF-10 Berechnung aller relevanten Kno-
tenpaare










TF-13 Transformation eines Workflows in
ein Petri Netz
Petri Netz Semantik für
Workflows (5.2.2.3)
TF-14 Soundness Validierung eines Petri
Netz
Spezifikation der Workflows
als spezialisiertes Fragment von
Petri Netzen (5.2.2)
TF-15 Erstellung einer Anpassungsmög-
lichkeit
Tabelle 7-14: Testfälle zur Ausführung der Basisalgorithmen zur automatischen Anpassung von
Workflows
Zur Berechnung aller validen Anpassungsmöglichkeiten ermittelt die Adaption Engine
zunächst die Menge ? (TF-10).  Diese  Menge  enthält  alle  Knotenpaare  (?,?) des anzu-
passenden Workflows für die gilt: ? ist ein struktureller Vorgänger von ?, ? und ? sind
identisch oder ? und ? liegen auf unterschiedlichen Zweigen einer Verzweigung (siehe
Unterabschnitt 5.4.1.2). Tabelle 7-15 zeigt eine Auswahl von Knotenpaaren, welche im
Anwendungsfall Katastrophenmanagement im Falle des Einfügens der Aktivität Dekon-
tamination, in den Workflow Evakuierung (siehe Anhang VI) ermittelt wurden. Insge-







Tabelle 7-15: Knotenpaare aus dem Anwendungsfall Katastrophenmanagement
Nach der Berechnung der Menge ? iteriert die Engine über diese Menge. Abhängig von
der syntaktischen und semantischen Validität der angepassten Workflows führt sie in
jeder Iteration mehrfach die Testfälle TF-11 bis TF-15 aus (siehe Algorithmus 5).
In Testfall TF-11 überprüft die Engine mit Hilfe des ZEM Managers (Zustandseinschrän-
kungsmodell Manager), ob die im Testfall TF-02 spezifizierten zustandsbezogenen Ein-
schränkungen die Ausführung einer bestimmten Einfügefunktion erlauben. Das Ergebnis
der Anfrage ist abhängig vom Zustand des Knotens aus dem anzupassenden Workflow,
vor dem die Einfügefunktion den strukturell ersten Knoten einfügt (siehe Definition 5-18
und Algorithmus 5).
Tabelle 7-16 zeigt für den Anwendungsfall Katastrophenmanagement die Ergebnisse
einiger Anfragen an den ZEM Manager. Die erste Spalte der Tabelle spezifiziert die aus-
zuführende Einfügefunktion. Der Ausführungszustand und die Struktur des Workflows
Evakuierung (EVK) zum Anfragezeitpunkt (Z1), welcher der Einfügefunktion als Parame-
ter übergeben wird, wird in Anhang VI beschrieben. Die zweite Spalte spezifiziert die
Anfrage an den ZEM Manager, die aus der Einfügefunktion abgeleitet wurde. Die dritte
Spalte beschreibt das Ergebnis der Anfrage. Ist das Ergebnis der Anfrage positiv (OK),
erlauben die zustandsbezogenen Einschränkungen die Ausführung der Einfügefunktion.
Ist die Anfrage negativ, kann die Einfügefunktion nicht ausgeführt werden. In diesem Fall
gibt der Manager die verletzte zustandsbezogene Einschränkung zurück.
Analog zeigt Tabelle 7-17 eine Auswahl von Ergebnissen von Anfragen an den ZEM
Manager aus dem Anwendungsfall Gesundheitswesen. Die Struktur sowie der Ausfüh-
rungszustand des Workflows Leitlinie Husten (HUS) zum Zeitpunkt Z2 wird in Anhang
VII beschrieben.
Erlauben die in TF-02 spezifizierten zustandsbezogenen Einschränkungen die Ausfüh-
rung der Einfügefunktion, führt die Engine diese auf einer Kopie des im Testfall TF-08
aus dem Workflow Model Repository geladenen Workflow-Modells aus. Daraufhin
überprüft sie mit Hilfe des Semantic Analyzers, ob dieses valide gegenüber den in Test-
fall TF-09 ermittelten relevanten Aktivitätsabhängigkeiten ist (TF-12). Im Folgenden
werden einige Beispiele für diesen Testfall aus den beiden betrachteten Anwendungsfäl-
len vorgestellt. Diese beschreiben jeweils, ob ein Workflow (Validierter Workflow) valide























































Tabelle 7-17: Ergebnisse von Anfragen an den ZEM Manager im Anwendungsfall Gesundheits-
wesen
serialAfter Abhängigkeit (TF-12 BSP-1): Im Anwendungsfall Katastrophenmanage-
ment muss nach dem seriellen Einfügen der Aktivität Dekontamination zwischen der
Aktivität Festlegung des Evakuierungsgebiets und dem AndSplit as2 in den initialen
Workflow EVK überprüft werden, ob der angepasste Workflow EVK-1 (siehe Anhang VI)
valide gegenüber der Aktivitätsabhängigkeit dekontamination ????????????  la-
ge_erkunden ist. Da die Aktivität Lage Erkunden ein struktureller Nachfolger der Aktivi-





Evaluierung: Aktivität dekontamination ist ein struktureller Nachfolger
der Aktivität lage_erkunden.
Ergebnis: Der Workflow ist valide gegenüber der Aktivitätsabhän-
gigkeit.
Im Anwendungsfall Gesundheitswesen muss nach dem seriellen Einfügen der Aktivität
Spirometrische Untersuchung zwischen der Aktivität Differentialdiagnose bei akutem
Husten und dem AndSplit as2 in den initialen Workflow HUS überprüft werden, ob der
angepasste Workflow HUS-1 (siehe Anhang VII) valide gegenüber der Aktivitätsabhän-
gigkeit spirometrische_untersuchung????????????  laborchemische_untersuchung ist. Da
die Aktivität Laborchemische Untersuchung kein struktureller Nachfolger der Aktivität




Evaluierung: Aktivität laborchemische_untersuchung ist kein struktu-
reller Nachfolger der Aktivität spirometrsche_unter-
suchung.
Ergebnis: Der Workflow ist nicht valide gegenüber der Aktivitäts-
abhängigkeit.
directSerialAfter Abhängigkeit (TF-12 BSP-2): Im Anwendungsfall Gesundheitswesen
muss nach dem seriellen Einfügen der Aktivität Bronchoskopie zwischen der Aktivität
Thoraxaufnahme bei akutem Husten und dem AndJoin aj2 in den Workflow HUS-1 über-
prüft werden, ob der angepasste Workflow HUS-2-1 (siehe Anhang VII) valide gegen-
über der Aktivitätsabhängigkeit bronchoskopie ?????????????????? thoraxaufnah-
me_akHusten ist. Die Aktivitätsabhängigkeit ist erfüllt, da Bronchoskopie ein direkter






Evaluierung: Aktivität bronchoskopie ist ein direkter struktureller
Nachfolger der Aktivität thoraxaufnahme_akHusten.
Ergebnis: Der Workflow ist valide gegenüber der Aktivitätsabhän-
gigkeit.
Im Anwendungsfall Gesundheitswesen muss nach dem nebenläufigen Einfügen der Akti-
vität Bronchoskopie zur Aktivität Körperliche Untersuchung in den Workflow HUS-1
überprüft werden, ob der angepasste Workflow HUS-2-2 (siehe Anhang VII) valide ge-
genüber der Aktivitätsabhängigkeit bronchoskopie ?????????????????? thoraxaufnah-
me_akHusten ist. Die Aktivitätsabhängigkeit ist nicht erfüllt, da Bronchoskopie kein di-





Evaluierung: Aktivität bronchoskopie ist kein direkter struktureller
Nachfolger der Aktivität thoraxaufnahme_akHusten.
Ergebnis: Der Workflow ist nicht valide gegenüber der Aktivitäts-
abhängigkeit.
concurrent Abhängigkeit (TF-12 BSP-3): Im Anwendungsfall Katastrophenmanage-
ment muss nach dem nebenläufigen Einfügen der Aktivität Verschärfte Sicherung und
Kontrolle zur Aktivität Sicherung und Kontrolle in den Workflow EVK-1 überprüft wer-
den, ob der angepasste Workflow EVK-2-1 (siehe Anhang VI) valide gegenüber der Akti-
vitätsabhängigkeit sicherung_und_kontrolle ???????????  verschaerfte_sicherung_
und_kontrolle ist. Die Aktivitätsabhängigkeit ist erfüllt, da sich die beiden Aktivitäten auf




Evaluierung: Die Aktivitäten befinden sich auf unterschiedlichen
Zweigen eines AndSplits.
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Ergebnis: Der Workflow ist valide gegenüber der Aktivitätsabhän-
gigkeit.
Im Anwendungsfall Katastrophenmanagement muss nach dem alternativen Einfügen der
Aktivität Verschärfte Sicherung Kontrolle zu allen Pfaden von der Aktivität Sicherung
und Kontrolle und der Aktivität Langfristige Unterbringung in den Workflow EVK-1
überprüft werden, ob der angepasste Workflow EVK-2-2 (siehe Anhang VI) valide ge-
genüber der Aktivitätsabhängigkeit sicherung_und_kontrolle ???????????  verschaerf-
te_sicherung_und_kontrolle ist. Der Workflow ist nicht valide gegenüber der Aktivitäts-
abhängigkeit, da sich die beiden Aktivitäten nicht auf unterschiedlichen Zweigen eines




Evaluierung: Die Aktivitäten befinden sich nicht auf unterschiedlichen
Zweigen eines XorSplits.
Ergebnis: Der Workflow ist nicht valide gegenüber der Aktivitäts-
abhängigkeit.
mutualExclusion Abhängigkeit (TF-12 BSP-4): Im Anwendungsfall Katastrophenma-
nagement muss nach dem alternativen Einfügen der Aktivität Kurzfristige Unterbringung
zur Aktivität Langfristige Unterbringung in den Workflow EVK-2-1 überprüft werden, ob
der angepasste Workflow EVK-3 (siehe Anhang VI) valide gegenüber der Aktivitätsab-
hängigkeit kurzfristige_unterbringung????????????????  langfristige_unterbringung ist.
Da sich die Aktivitäten auf unterschiedlichen Zweigen eines XorSplits befinden, ist dies




Evaluierung: Die Aktivitäten befinden sich auf unterschiedlichen
Zweigen eines XorSplits.
Ergebnis: Der Workflow ist valide gegenüber der Aktivitätsabhän-
gigkeit.
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Im Anwendungsfall Gesundheitswesen muss nach dem nebenläufigen Einfügen der Akti-
vität Spirometrische Untersuchung zu allen Pfaden von der Aktivität Körperliche Unter-
suchung zur Aktivität Adäquate Therapie in den initialen Workflow HUS überprüft wer-
den, ob der angepasste Workflow HUS-3 (siehe Anhang VII) valide gegenüber der Akti-
vitätsabhängigkeit spirometrische_untersuchung ????????????????  ergometrie ist. Da
sich die Aktivitäten nicht auf unterschiedlichen Zweigen eines XorSplits befinden, ist




Evaluierung: Die Aktivitäten befinden sich nicht auf unterschiedlichen
Zweigen eines XorSplits.
Ergebnis: Der Workflow ist nicht valide gegenüber der Aktivitäts-
abhängigkeit.
require Abhängigkeit (TF-12 BSP-5): Im Anwendungsfall Katastrophenmanagement
muss nach dem seriellen Einfügen der Aktivität Dekontamination zwischen der Aktivität
Festlegung des Evakuierungsgebiets und dem AndSplit as2 in den initialen Workflow
überprüft werden, ob der angepasste Workflow EVK-1 (siehe Anhang VI) valide gegen-
über der Aktivitätsabhängigkeit dekontamination ????????  bezirksregie-
rung_informieren ist. Der Workflow ist valide gegenüber der Aktivitätsabhängigkeit, da
Dekontamination ein struktureller Nachfolger von Bezirksregierung Informieren ist  und
sich aus struktureller Sicht zwischen den beiden Aktivitäten kein XorJoin befindet für den
gilt, dass sich auf einem seiner eingehenden Zweige die Aktivität Dekontamination be-




Evaluierung: Aktivität dekontamination ist ein struktureller Nachfolger
der Aktivität bezirksregierung_informieren; aus struktu-
reller Sicht befindet sich zwischen dekontamination und
bezirksregierung_informieren kein XorJoin für den gilt,
dass sich auf einem seiner eingehenden Zweige dekonta-
mination befindet und auf einem anderen nicht.
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Ergebnis: Der Workflow ist valide gegenüber der Aktivitätsabhän-
gigkeit.
Im Anwendungsfall Gesundheitswesen muss nach dem alternativen Einfügen der Aktivi-
tät Spirometrische Untersuchung zu allen Pfaden von der Aktivität Körperliche Untersu-
chung zur Aktivität Verifikation der Diagnose in den initialen Workflow HUS überprüft
werden, ob der angepasste Workflow HUS-4 (siehe Anhang VII) valide gegenüber der
Aktivitätsabhängigkeit spirometrische_untersuchung ????????  adaequate_therapie ist.
Da die Aktivität Spirometrische Untersuchung ein struktureller Vorgänger von der Akti-
vität Adäquate Therapie ist und sich aus struktureller Sicht zwischen den beiden Aktivitä-
ten ein XorJoin (xs1) befindet für den gilt, dass sich auf einem seiner Zweige die Aktivi-
tät Adäquate Therapie befindet und auf einem anderen nicht, ist die Abhängigkeit nicht
erfüllt (siehe Algorithmus 3).
Betrachtete spirometrische_untersuchung????????
Aktivitätsabhängigkeit: adaequate_therapie
Validierter Workflow:  HUS-4
Evaluierung: Die Aktivitäten befinden sich nicht auf unterschiedlichen
Zweigen eines XorSplits.
Ergebnis: Der Workflow ist nicht valide gegenüber der Aktivitäts-
abhängigkeit.
Ist das angepasste Workflow-Modell semantisch valide gegenüber den zustandsbezoge-
nen Einschränkungen und den relevanten Aktivitätsabhängigkeiten, überprüft die Engine
die syntaktische Validität des Workflow-Modells. Dazu transformiert sie das Modell zu-
nächst in ein Petri Netz bzw. Wf-Netz (TF-13).
In Anhang VI und Anhang VII werden die Petri Netze dargestellt, die innerhalb der bei-
den Anwendungsfälle aus den Workflow-Modellen der Workflows EVK-1 und HUS-1
(siehe ebenfalls Anhang VI und Anhang VII) erstellt wurden.
Nach der Transformation des Workflow-Modells in ein Petri Netz überprüft die Engine
mit Hilfe des Syntax Analyzers die syntaktische Validität (Soundness) des Petri Netzes
(TF-14). Nach Proposition 1 gilt, dass der Workflow bzw. das Workflow-Modell sound
ist, wenn das zugehörige Petri Netz sound ist.
Im Folgenden werden Beispiele aus der Soundness Validierung von Petri Netzen gezeigt,
welche innerhalb des Anpassungsprozesses in den Anwendungsfällen Katastrophenma-
nagement und Gesundheitswesen erstellt wurden. Dabei werden nur die relevanten Aus-
schnitte des Petri Netzes gezeigt.
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Beispiel 1 Das in Abbildung 7-3 dargestellte Perti Netz ist ein Ausschnitt aus dem Petri
Netz, welches aus dem initialen Workflow Evakuierung (siehe Anhang VI) erstellt wurde,
nachdem in dieses die Aktivität Dekontamination alternativ zu allen Pfaden von der Akti-
vität Bezirksregierung Informieren zum AndJoin aj1 eingefügt wurde. Das Petri Netz ist
nicht sound, da es die Bedingung 2 aus Definition 5-4 verletzt. So ist es möglich, dass
sich am Ende der Ausführung sowohl in der Endstelle als auch in der Stelle s4 ein Token
befindet. Dies ist der Fall, wenn der Zweig von s3 ausgeführt wird, in dem sich t2 befin-
det.
Abbildung 7-3: Ausschnitt des Petri Netzes, aus dem Anwendungsfall Katastrophenmanagement
Beispiel 2  Das in Abbildung 7-4 dargestellte Petri Netz ist ein Ausschnitt aus dem Petri
Netz, welches aus dem initialen Workflow Leitlinie Husten (siehe Anhang VII) erstellt
wurde, nachdem in dieses die Aktivität Spirometrische Untersuchung alternativ zu allen
Pfaden von der Aktivität Weitere Diagnostische Maßnahmen zur Aktivität Verifikation
der Diagnose eingefügt wurde. Das Petri Netz ist nicht sound, da es die Bedingung 1 aus
Definition 5-4 verletzt. So ist es möglich, dass von der Transition t10, welche von der
Startstelle aus erreichbar ist, nicht die Endstelle erreicht werden kann, weil sich in der
Stelle s8 kein Token befindet und somit die Transition t10 nicht schalten kann. Dies ist der
Fall, wenn der Zweig von s2 ausgeführt wird, in dem sich t3 befindet.
Abbildung 7-4: Ausschnitt des Petri Netzes, aus dem Anwendungsfall Gesundheitswesen
Überführt eine Einfügefunktion den betrachteten Workflow in einen semantisch und syn-
taktisch korrekten Workflow, wird aus ihr und dem aktuell betrachteten Knotenpaar, auf
dem der Zeiger der Iteration steht, eine neue Anpassungsmöglichkeit erstellt und dieser
der Menge der validen Anpassungsmöglichkeiten hinzugefügt (TF-15).
Tabelle 7-18 zeigt eine Auswahl von validen Anpassungsmöglichkeiten, welche im An-
wendungsfall Katastrophenmanagement für das Einfügen der Aktivität Dekontamination
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in den Workflow EVK im Zustand Z1 berechnet wurde. Eine Liste aller 55 berechneten
validen Anpassungsmöglichkeiten für diesen Fall sowie das Modell des Workflows EVK
im Zustand Z1 werden in Anhang VI dargestellt.
Tabelle 7-19 zeigt eine Auswahl valider Anpassungsmöglichkeiten, welche im Anwen-
dungsfall Gesundheitswesen für das Einfügen der Aktivität Spirometrische Untersuchung
in den Workflow HUS im Zustand Z2 berechnet wurde. Im Anhang VII wird eine Liste
aller sechs berechneten validen Anpassungsmöglichkeiten für diesen Fall sowie das Mo-
dell des Workflows HUS im Zustand Z2 gezeigt.
Die Korrektheit aller berechneten validen Anpassungsmöglichkeiten wurde im Zuge von
Testfall TF-12 manuell überprüft. Die Überprüfung hat ergeben, dass alle berechneten
Anpassungsmöglichkeiten tatsächlich valide sind. Damit ist belegt, dass der entwickelte















Tabelle 7-18: Valide Anpassungsmöglichkeiten aus dem Anwendungsfall Katastrophenmanage-
ment












Tabelle 7-19: Valide Anpassungsmöglichkeiten aus dem Anwendungsfall Gesundheitswesen
Wurde von der Adaptation Engine ermittelt, dass eine Kontextinformation das Löschen
einer Aktivität erfordert, überprüft sie, ob das Löschen der Aktivität zu einem validen
Workflow führt. Dazu führt sie einmalig nach Algorithmus 6 die Testfälle TF-11 bis TF-
14 aus (vorausgesetzt der angepasste Workflow ist sound und semantisch korrekt). Der
einzige Unterschied zur Berechnung der validen Anpassungsmöglichkeiten liegt darin,
dass im Testfall TF-11 mit Hilfe des ZEM Managers überprüft wird, ob die Menge der in
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Testfall TF-02 spezifizierten zustandsbezogenen Einschränkungen das Löschen der Akti-
vität erlaubt.
Die Testfälle TF-10 und TF-15 werden für den Fall, dass eine Kontextinformation das
Löschen einer Aktivität erfordert, nicht ausgeführt, da es stets nur eine Möglichkeit gibt,
eine Aktivität zu löschen.
7.3.5 Auswahl und Ausführung der Anpassung
Abhängig von den Ergebnissen aus Phase 4 warnt die Engine den Anwender oder fordert
ihn dazu auf eine Anpassungsmöglichkeit auszuwählen bzw. das Löschen einer Aktivität
zu bestätigen. Die an dieser Phase beteiligten Testfälle sowie die Konzepte auf deren
Basis sie umgesetzt werden, sind in Tabelle 7-20 dargestellt. Abbildung 7-5 illustriert
welche Komponenten an der Umsetzung der Testfälle beteiligt sind.
TF-Nr. Beschreibung Zugehöriges Konzept
TF-16 Auswahl einer Anpassungsmöglichkeit
TF-17 Bestätigung des Löschens
TF-18 Warnung des Anwenders
TF-19 Ausführung der Anpassung Schnittstelle des adap-
tiven WfMS (6.2.2)
TF-20 Aktualisierung eines Workflow-Modells
im Workflow Model Repository
Tabelle 7-20: Testfälle zur Auswahl und Ausführung der Anpassung
Wurde innerhalb der Testfälle TF-11 bis TF-15 für eine einzufügende Aktivität mindes-
tens eine valide Anpassungsmöglichkeit berechnet, wird der Anwender von der Engine
dazu aufgefordert eine dieser Anpassungsmöglichkeit zur Ausführung auszuwählen (TF-
16). Wurde hingegen von der Engine festgestellt, dass das Löschen einer Aktivität zu
einem validen Workflow führt, wird der Anwender von ihr dazu aufgefordert das Lö-
schen der Aktivität zu bestätigen oder abzulehnen (TF-17).
Tabelle 7-21 und Tabelle 7-22 zeigen die in den Anwendungsfällen Katastrophenmana-
gement und Gesundheitswesen vom Anwender ausgewählten (und später ausgeführten)
Anpassungsmöglichkeiten sowie die von ihm bestätigten Löschfunktionen.
Nach der Auswahl einer Anpassungsmöglichkeit oder der Bestätigung eine Aktivität zu
löschen, überprüft die Engine zunächst, ob sich die betroffene Workflow-Instanz während
des Anpassungsprozesses verändert hat. Dazu vergleicht sie das Workflow-Modell, auf
dessen Basis sie den Anpassungsprozess ausgeführt hat mit dem der aktuellsten Version
dieses Modells aus dem Workflow Model Repository (siehe Unterabschnitt 6.3.7). Stim-
men die Modelle überein, wurde die Instanz während des Anpassungsprozesses nicht
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angepasst. In diesem Fall führt die Engine die Anpassung mit Hilfe des adaptiven WfMS
aus (TF-19).
Abbildung 7-5: Illustration der Testfälle TF-16 bis TF-20






































































Tabelle 7-22: Ausgeführte Anpassungsmöglichkeiten aus dem Anwendungsfall
Gesundheitswesen
Zur Ausführung der in Tabelle 7-21 dargestellten Anpassungsmöglichkeiten ruft die En-








Nach der Ausführung der Anpassung aktualisiert die Engine über den Workflow Model
Manager das Workflow-Modell, dessen zugehörige Instanz angepasst wurde, um die
Konsistenz zwischen dem Modell und seiner Instanz sicherzustellen (TF-20). Wurde von
der Engine keine Anpassungsmöglichkeit berechnet, festgestellt, dass das Löschen einer
Aktivität nicht valide ist oder ermittelt, dass die Workflow-Instanz während des Anpas-
sungsprozesses verändert wurde, warnt sie den Anwender (TF-18). Dieser Testfall ist in
den betrachteten Anwendungsfällen nicht aufgetreten. Daher wurde er simuliert. Dabei
wurde festgestellt, dass der Prototyp diesen Testfall korrekt ausführt.
7.3.6 Diskussion der Testfälle
In diesem Abschnitt wurde der Ansatz zur Berechnung und Ausführung aller validen
Anpassungsmöglichkeiten auf Basis der beiden Anwendungsfälle aus Abschnitt 3.1 sowie
20 aus ihnen extrahierten Testfällen validiert. Die Testfälle wurden mit Hilfe des entwi-
ckelten Prototyps ausgeführt und berücksichtigen alle notwendigen Schritte des Anpas-
sungsprozesses. Für jeden Testfall wurde beschrieben, welche Komponenten an seiner
Umsetzung beteiligt sind und welche Konzepte er adressiert. Zudem wurden für jeden
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Testfall die relevanten Artefakte, welche in ihm erzeugt wurden, vorgestellt. Folgende
Ergebnisse ergeben sich aus der testfallbasierten Validierung:
Korrektheit und Anwendbarkeit
Die Validierung hat gezeigt, dass der in Kapitel 5 und 6 entwickelte Ansatz zur Berech-
nung und Ausführung aller validen Anpassungsmöglichkeiten auf Basis einer Kontextin-
formation in verschiedenen Anwendungsfällen eingesetzt werden und damit zur Problem-
lösung in unterschiedlichen Domänen beitragen kann. Zudem hat sie die Funktionsfähig-
keit des entwickelten Prototyps für die betrachteten Anwendungsfälle belegt.
Weiterhin hat die Validierung gezeigt, dass der entwickelte Ansatz die validen Anpas-
sungsmöglichkeiten im Rahmen der Testfälle korrekt berechnet.
Mehrwert gegenüber manuellem Ansatz und Wirtschaftlichkeit
Neben der Korrektheit und Anwendbarkeit des Ansatzes verdeutlicht die szenariobasierte
Validierung auch den Mehrwert des Ansatzes gegenüber dem aktuell ausgeführten manu-
ellem Ansatz. Wie bereits in Abschnitt 1.2 beschrieben, müssen bei diesem die Anpas-
sungsmöglichkeiten manuell zur Laufzeit unter der Berücksichtigung der relevanten Ak-
tivitätsabhängigkeiten und zustandsbezogenen Einschränkungen berechnet werden. Dies
führt zu zahlreichen Nachteilen, wie eine geringe Qualität der Anpassung sowie seman-
tisch invaliden und damit nicht mehr ausführbaren Workflows. Tabelle 7-23 verdeutlicht
dies anhand einiger Beispiele. Sie zeigt für eine Auswahl der in den beiden Anwendungs-
fällen ermittelten Kontextanpassungen die Anzahl der theoretisch möglichen validen An-
passungsmöglichkeiten21, die aus ihr ermittelte vollständige Anzahl an validen Anpas-
sungsmöglichkeiten sowie die Anzahl der zu berücksichtigenden Aktivitätsabhängigkei-
ten. Aufgrund der hohen Anzahl an theoretisch möglichen und tatsächlich validen Anpas-
sungsmöglichkeiten und der hohen Anzahl an zu berücksichtigenden Aktivitätsabhängig-
keiten, ist es auf Basis der manuellen Berechnung kaum möglich alle validen Anpas-
sungsmöglichkeiten zu berechnen und deren Korrektheit sicherzustellen. Mit ihrer Hilfe
könnten bestenfalls einige wenige Möglichkeiten ermittelt werden. Die könnte zur Folge
haben, dass die am besten geeignete Möglichkeit nicht berücksichtigt wird. Dies verdeut-
licht, dass die manuelle Berechnung zu Ergebnissen mit einer geringeren Anpassungsqua-
21 Die Anzahl der theoretisch möglichen validen Anpassungsmöglichkeiten entspricht der Anzahl
aller möglichen Knotenpaare die aus der Menge der Knoten des betrachteten Workflows gebil-
det werden können multipliziert mit der Anzahl der betrachteten Anpassungsoperationen (se-
rialInsert, alternativeInsertToEdge, alternativeInsertToPair und concurrentInsert).
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lität führen kann. Zudem kann speziell bei einer hohen Anzahl an zu berücksichtigenden
Aktivitätsabhängigkeiten nicht ausgeschlossen werden, dass vom Anwender innerhalb der
manuellen Berechnung Fehler bei der Sicherstellung der Validität der Anpassungsmög-
lichkeiten gemacht werden. Diese Fehler können zu semantisch invaliden und damit nicht
mehr ausführbaren Workflows führen. Dies wiederum kann speziell in Bereichen wie
dem Gesundheitswesen und Katastrophenmanagement gravierende Folgen haben und
muss daher vermieden werden. Wie in diesem Abschnitt verdeutlicht, ist der entwickelte
Ansatz auch bei einer hohen Anzahl von zu berücksichtigenden Aktivitätsabhängigkeiten
und potenziellen Anpassungsmöglichkeiten in der Lage, alle validen Anpassungsmög-
lichkeiten korrekt zu berechnen. Dies zeigt, dass er (und damit ein Ansatz zur automati-
schen Berechnung aller validen Anpassungsmöglichkeiten) sinnvoll ist und hinsichtlich
der Anzahl und Korrektheit der validen Anpassungsmöglichkeiten einen Mehrwert ge-





















Tabelle 7-23: Evaluierungsergebnisse aus den Anwendungsfällen Gesundheitswesen und Kata-
strophenmanagement („APM“=Anpassungsmöglichkeit, „AA“ = Aktivitätsabhängigkeit)
Weiterhin hat die testfallbasierte Validierung gezeigt, dass der entwickelte Ansatz auch
wirtschaftlicher ist, als der aktuell ausgeführte manuelle Ansatz. In beiden Ansätzen ent-
steht der Großteil der anfallenden Kosten durch den Einsatz eines IT-Experten. Wie in
Unterabschnitt 7.3.1 gezeigt, wird er beim entwickelten Ansatz dazu benötigt, um einma-
lig alle Modelle (Aktivitätsabhängigkeitsmodell, Zustandseinschränkungsmodell und
Anpassungsmodell) zur Designzeit vollständig zu spezifizieren. Damit verursacht dieser
Ansatz Kosten bereits vor dem ersten Einsatz der Adaptionsschicht. Nach der einmaligen
Spezifikation der Modelle wird der IT-Experte nur noch benötigt, sobald eines der Mo-
delle angepasst werden muss. Die Anpassung kann jedoch aufgrund von Maßnahmen wie
die automatische Unterstützung der Eigenschaften von Aktivitätsabhängigkeiten (siehe
Unterabschnitt 6.3.4.2) und dem Einsatz gängiger Modellierungssprachen (siehe Unterab-
schnitt 6.3.3.2, 6.3.4.2 und 6.3.5) einfach und in kurzer Zeit erfolgen. Dadurch ist es wie-
derum möglich die Anpassung auch entfernt auszuführen, was eine weitere Kosteneinspa-
rung ermöglich.
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Im Gegensatz zu dem entwickelten Ansatz erfordert der manuelle Ansatz wie in Ab-
schnitt 1.2 beschrieben, die Anwesenheit eines IT-Experten während des gesamten Aus-
führungsprozesses des Workflows. Während diesem muss er den Anwender (z. B. einem
Mitglied des Feuerwehrführungsstabs) bei der Ausführung der Anpassungen unterstützen.
Da sich der Ausführungsprozess mehrfach wiederholt und in der Regel deutlich mehr Zeit
in Anspruch nimmt, als die einmalige Spezifikation der Modelle, sind die Kosten zur
Ausführung des entwickelten Ansatzes deutlich geringer. Laut dem Führungsstaab der
Feuerwehr Köln kann beispielsweise ein auf Basis eines Einsatzplans ausgeführter Ein-
satz bis zu mehrere Tage dauern. Die Modelle der testfallbasierten Validierung konnten
jedoch innerhalb weniger Minuten spezifiziert werden.
Tabelle 7-24 fasst den Vergleich der beiden Ansätze bezüglich der relevanten Kriterien
zusammen.
Kriterium Entwickelte Ansatz Manuelle Ansatz
Qualität der Anpassung + o22




Notwendige Vorbereitungszeit o -
Kosten für IT-Experten o +
Tabelle 7-24: Vergleich des entwickelten Ansatzes mit aktuell ausgeführten manuellen Ansatz
(„+“ = hoch, „o“ = mittel, „-“ = gering)
7.4 Performanceevaluierung
In diesem Abschnitt wird die Performance der entwickelten Algorithmen sowie verschie-
dene Aspekte der Adaptionsschicht evaluiert. Ziel der Evaluierung ist es zu zeigen, dass
die entwickelten Algorithmen und Konzepte zur automatischen Berechnung aller validen
Anpassungsmöglichkeiten effizient implementiert werden können und hinsichtlich der
Performance einen Mehrwert gegenüber der aktuell ausgeführten manuellen Berechnung
ergibt. Eine effiziente Implementierung bildet die Voraussetzung für die Anwendbarkeit
der entwickelten Adaptionsschicht.
22 Abhängig von der Anzahl der zu berücksichtigenden Aktivitätsabhängigkeiten und der Anzahl
potenzieller Anpassungsmöglichkeiten.
23 Abhängig von der Anzahl der zu berücksichtigenden Aktivitätsabhängigkeiten und der Anzahl
potenzieller Anpassungsmöglichkeiten.
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Die Evaluierung der Performance umfasst zwei Schritte. Im ersten Schritt wird theore-
tisch die Komplexität der entwickelten Algorithmen beschrieben. Im zweiten Schritt wird
eine Reihe von Messungen vorgestellt, welche an dem entwickelten Prototyp vorgenom-
men wurden und welche die Performance der Algorithmen sowie der entwickelten Kon-
zepte illustriert.
7.4.1 Theoretische Betrachtung der Komplexität
Um die Komplexität des in dieser Arbeit entwickelten Ansatzes zur Berechnung und Aus-
führung aller validen Anpassungsmöglichkeiten zu ermitteln, werden in diesem Unterab-
schnitt die entwickelten Algorithmen hinsichtlich ihrer Komplexität analysiert. Die Ana-
lyse erfolgt auf Basis der O-Notation (engl.: Big-Oh-Notation) [Ski98]. Diese berechnet
die Worst Case Komplexität eines Algorithmus, abhängig von den relevanten Eingabepa-
rametern des Algorithmus.
Es wird zunächst die Komplexität der Algorithmen zur semantischen Analyse von
Workflows nach Aktivitätsabhängigkeiten (siehe Unterabschnitt 5.3.2) ermittelt. Darauf
aufbauend wird die Komplexität der Basisalgorithmen zur automatischen Anpassung vor
Workflows (siehe Unterabschnitt 5.4.1) berechnet.
7.4.1.1 Komplexität der Algorithmen zur semantischen Analyse von Workflows
Bei der Berechnung der Komplexität der Algorithmen zur semantischen Analyse von
Workflows nach Aktivitätsabhängigkeiten werden folgende relevante Eingabeparameter
betrachtet. Sie beziehen sich jeweils auf den zu analysierenden Workflow.
- ?: Anzahl der Knoten
- ?: Anzahl der XorSplits
- ?: Anzahl der Splits (XorSplits und AndSplits)
- ?: Anzahl der AndSplits
- ?: Anzahl der Kanten
Die in den Analysealgorithmen eingesetzten Funktionen beforeNodes und afterNodes zur
Berechnung aller Vorgänger- bzw. Nachfolgeknoten eines Knotens in einem Workflow
wurden auf Basis einer einfachen Tiefensuche in Graphen [RL90] umgesetzt. Die Tiefen-
suche hat eine lineare Komplexität von ?(? + ?) [RL90]. Damit haben die Funktionen
beforeNodes und afterNodes ebenfalls eine lineare Komplexität von ?(? + ?).
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Algorithmus zur Validierung von Workflows nach Aktivitätsabhängigkeiten vom
Typ directSerialBefore (siehe Algorithmus 1):
? Relevante Eingabeparameter: -
? Relevante Komplexitätsfaktoren: -
? Komplexität: ?(1) ? konstante Komplexität
Die Komplexität des Algorithmus zur Validierung von Workflows nach Aktivitätsabhän-
gigkeiten vom Typ directSerialAfter ist ebenfalls ?(1).
Algorithmus zur Validierung von Workflows nach Aktivitätsabhängigkeiten vom
Typ serialBefore (siehe Algorithmus 2):
? Relevante Eingabeparameter: ? (Knoten), ? (Kanten)
? Relevante Komplexitätsfaktoren: Funktion beforeNodes in Zeile 3
? Komplexität: ?(? + ?) ? lineare Komplexität
Die Komplexität des Algorithmus zur Validierung von Workflows nach Aktivitätsabhän-
gigkeiten vom Typ serialAfter ist ebenfalls ?(? + ?).
Algorithmus zur Validierung von Workflows nach Aktivitätsabhängigkeiten vom
Typ mutualExclusion (siehe Algorithmus 3):
? Relevante Eingabeparameter: ? (Knoten), ? (Kanten), ? (XorSplits)
? Relevante Komplexitätsfaktoren:
Funktionen beforeNodes und afterNodes in Zeile 1, 2 und 12
for Schleife in Zeile 8 wird maximal ? mal ausgeführt
for Schleife in Zeile 11 wird maximal (? ? 4) mal ausgeführt
? Komplexität:2(? + ?) + ?? ? (? ? 4) ? (? + ?)? da (? ? 4) ? ?
? 2(n + e) + (? ? ? ? (? + ?))              da ? ? ? ? (? ? 1) ? ??
? 2(n + ??) + (? ? ? ? (? + ??))
= ?(?? ? ?) ? polynomielle Komplexität
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Die Komplexität des Algorithmus zur Validierung von Workflows nach Aktivitätsabhän-
gigkeiten vom Typ concurrent ist ?(?? ? ?).  Die  Komplexität  wurde  auf  die  gleiche
Weise wie die Komplexität dieses Algorithmus berechnet.
Algorithmus zur Validierung von Workflows nach Aktivitätsabhängigkeiten vom
Typ require (siehe Algorithmus 4):
Dieser Algorithmus unterscheidet zwischen vier Fällen. Abhängig von dem eingetretenen
Fall überprüft der Algorithmus die Erfüllung unterschiedlicher Bedingungen. Die Über-
prüfung der Bedingungen von Fall F2-3 ist am komplexesten. Daher wird die Komplexi-
tät dieses Algorithmus auf Basis ihrer Komplexität ermittelt.
? Relevante Eingabeparameter: ? (Knoten), ? (Kanten), ? (XorSplits), ?
(Splits)
? Relevante Komplexitätsfaktoren:
Funktionen beforeNodes und afterNodes in Zeile 1, 2, 40, 46, 52, 53 und
61
for Schleife in Zeile 37 wird maximal ? mal ausgeführt
for Schleife in Zeile 39 wird maximal (? ? 4) mal ausgeführt
for Schleife in Zeile 45 wird maximal ? mal ausgeführt
for Schleife in Zeile 58 wird maximal ? mal ausgeführt
for Schleife in Zeile 60 wird maximal (? ? 4) mal ausgeführt
? Komplexität:2(? + ?) + ?? ? (? ? 4) ? (? + ?)?+ ?? ? (? + ?)? +(? + ?) + (? + ?) + ?? ? (? ? 4) ? (? + ?)? da (? ? 4) ? ?
? 2(? + ?) + ?? ? ? ? (? + ?)?+ ?? ? (? + ?)?+ (? + ?) +(? + ?) + ?? ? ? ? (? + ?)?
= 4(? + ?) + ?? ? ? ? (? + ?)? + ?? ? (? + ?)? + ?? ? ? ? (? + ?)?
                                                                                         da ? ? ? ? ?
? 4(? + ?) + ??? ? (? + ?)?+ ?? ? (? + ?)? + ?? ? ? ? (? + ?)?
                                                                       da ? ? ? ? (? ? 1) ? ??
? 4(? + ??) + ??? ? (? + ??)? + ?? ? (? + ??)? + ??? ? (? + ??)?
= ?(?? + ?? + ??)
= ?(??) ? polynomielle Komplexität
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7.4.1.2 Komplexität der Basisalgorithmen zur automatischen Anpassung von
Workflows
Im Folgenden wird die Komplexität der Basisalgorithmen zur automatischen Anpassung
von Workflows beschrieben. Innerhalb dieser Algorithmen werden Workflows mit Hilfe
der zuvor analysierten Algorithmen semantisch validiert. Folglich hängt die Komplexität
der Basisalgorithmen von den Typen der von ihnen zu berücksichtigenden Aktivitätsab-
hängigkeiten ab. Im Worst Case sind alle der zu berücksichtigenden Aktivitätsabhängig-
keiten vom Typ require. Daher geht die Berechnung der Komplexität der Basisalgorith-
men von diesem Fall aus.
Bei der Berechnung der Komplexität der Basisalgorithmen werden die Aspekte der
Soundness Validierung nicht berücksichtigt, da zu ihrer Umsetzung auf bestehende An-
sätze zurückgegriffen wird, deren Komplexität nicht bekannt ist.
Algorithmus zur automatischen Berechnung aller validen Anpassungsmöglichkeiten
(siehe Algorithmus 5):
? Relevante Eingabeparameter: ? (Anzahl der Knoten in dem anzupassenden
Workflow), ? (Anzahl der zu berücksichtigenden Aktivitätsabhängigkeiten)
? Relevante Komplexitätsfaktoren:
for Schleife in Zeile 3 wird maximal ?? mal ausgeführt
Funktionen zur Validierung nach Aktivitätsabhängigkeiten. Diese werden
in Zeile 7,12 und 20 aufgerufen
? Komplexität:
?(?? ? ? ? ??)
= ?(?? ? ?? ? polynomielle Komplexität
Algorithmus zum validen Löschen einer Aktivität (siehe Algorithmus 6)
? Relevante Eingabeparameter: ? (Anzahl der Knoten in dem anzupassenden
Workflow), ? (Anzahl der zu berücksichtigenden Aktivitätsabhängigkeiten)
? Relevante Komplexitätsfaktoren: Funktionen zur Validierung nach Aktivi-
tätsabhängigkeiten. Diese werden in Zeile 5 aufgerufen.
? Komplexität: ?(? ? ??? ? polynomielle Komplexität
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7.4.2 Performancemessungen der Anwendungsfälle
In diesem Abschnitt wird auf Basis der Anwendungsfälle aus den Bereichen Katastro-
phenmanagement und Gesundheitswesen die Performance der unterschiedlichen Schritte
analysiert, die zur Berechnung aller validen Anpassungsmöglichkeiten auf Basis einer
Kontextinformation notwendig sind. Die Messungen decken die einzelnen Schritte der in
Abbildung 6-6 dargestellten Teilprozesse 1 (Ermittlung der Kontextanpassung sowie der
zu berücksichtigenden Aktivitätsabhängigkeiten)  und  2  (Ausführung der Basisalgorith-
men zur automatischen Anpassung von Workflows) des Anpassungsprozesses sowie den
gesamten Prozess zur Berechnung aller validen Anpassungsmöglichkeiten ab. Teilprozess
3 wird nicht berücksichtigt, da sich dieser lediglich mit der manuellen Auswahl und Aus-
führung einer Anpassungsmöglichkeit beschäftigt.
Ziel der Performancemessung ist es zu zeigen, dass die entwickelten Algorithmen und
Konzepte effizient implementiert werden und damit zur Problemlösung in der realen Welt
eingesetzt werden können.
Tabelle 7-25 zeigt einen Überblick über die Anzahl der Artefakte der initialen
Workflows, welche in den beiden Anwendungsfällen eingesetzt werden. Wie im vorheri-






Tabelle 7-25: Anzahl der Artefakte der initialen Workflows aus den Anwendungsfällen Katastro-
phenmanagement und Gesundheitswesen
Jede der im Folgenden beschriebenen Messungen wurde 10000 mal durchgeführt. Die
dabei gemessenen Werte wurden verwendet, um einen durchschnittlichen Messwert zu
berechnen. Alle vorgestellten Performancemessungen wurden auf einem Laptop mit fol-
genden Eigenschaften ausgeführt:
- Prozessor: Intel Core Duo 2 GHz
- Hauptspeicher: 2 GB RAM
- Betriebssystem und Java Version: Windows Vista (Service Pack 1)
- Java Version: JDK 6.0.12
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Ermittlung der Kontextanpassung sowie der zu berücksichtigenden Aktivitätsab-
hängigkeiten
Teilprozess 1 besteht aus den folgenden Schritten:
1. Empfang einer Kontextinformation (TF-06)
2. Abbildung einer Kontextinformation auf eine Anpassung (TF-07)
3. Ermittlung betroffener Workflows (TF-08)
4. Ermittlung aller zu berücksichtigenden Aktivitätsabhängigkeiten (TF-09)
Tabelle 7-26 zeigt die durchschnittlichen Messergebnisse für die Zeit, die zur Ausführung
der einzelnen Schritte benötigt wurde.
Anwendungsfall Schritt 1 Schritt 2 Schritt 3 Schritt 4 Gesamt
Katastrophenmanagement 12 2 0,1 12 26,1
Gesundheitswesen 12 2 0,1 11 25,1
Tabelle 7-26: Ergebnisse der Performanceanalyse von Teilprozess 1 (Zeit in ms)
Ein Großteil der Zeit (12 Millisekunden) wird für den Empfang der Kontextinformation
benötigt. Die Ursache hierfür liegt in dem Aufwand des Einlesens der über JMS empfan-
genen Nachricht (im XML Code) sowie dem Parsen des Codes in Java-Objekte. Ein wei-
terer Großteil der Zeit entfällt auf die Ermittlung aller zu berücksichtigenden Aktivitäts-
abhängigkeiten (12/11 Millisekunden). Die teuersten Aktionen innerhalb dieses Schrittes
sind das Laden der Ontologie über ihre physikalische Adresse und das Laden der Ontolo-
gie in den eingesetzten Reasoner.
Teilprozess 1 wird nur einmal vom Prozess zur Berechnung aller validen Anpas-
sungsmöglichkeiten ausgeführt. Daher und aufgrund der Tatsache, dass er in relativer
kurzer Zeit ausgeführt wird, spielt seine Performance in der Gesamtperformance des An-
passungsprozesses keine wesentliche Rolle.
Ausführung der Basisalgorithmen zur automatischen Anpassung von Workflows
Im Folgenden wird die Performance der einzelnen Schritte von Teilprozess 2 analysiert.
Diese werden innerhalb der Basisalgorithmen zur automatischen Anpassung von
Workflows teilweise mehrfach ausgeführt (siehe Algorithmus 5 und Algorithmus 6). Die
Analyse der Performance der eigentlichen Basisalgorithmen erfolgt im weiteren Verlauf
dieses Abschnittes.
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Teilprozess 2 besteht aus den folgenden Schritten:
1. Berechnung aller relevanten Knotenpaare (TF-10)
2. Überprüfung der Erfüllung von zustandsbezogenen Einschränkungen (TF-11)
3. Validierung eines Workflow-Modells nach Aktivitätsabhängigkeiten (TF-13)
4. Transformation eines Workflows in ein Petri Netz (TF-13)
5. Soundness Validierung eines Petri Netzes (TF-14)
6. Erstellung einer Anpassungsmöglichkeit (TF-15)
In Tabelle 7-27 sind die durchschnittlichen Messergebnisse für die Schritte 1 bis 2 sowie
4 bis 6 dargestellt. Die Analyse der Algorithmen zur Validierung von Workflows nach
Aktivitätsabhängigkeiten (Schritt 3) erfolgt gesondert im weiteren Verlauf dieses Ab-
schnitts.
Anwendungsfall Schritt 1 Schritt 2 Schritt 4 Schritt 5 Schritt 6
Katastrophenmanagement 14 1 3 5 0,01
Gesundheitswesen 17 1 3 4 0,01
Tabelle 7-27: Ergebnisse der Performanceanalyse von Teilprozess 2 (Zeit in ms)
Innerhalb von Teilprozess 2 entfällt der größte Teil (14/17 Millisekunden) auf die Be-
rechnung aller relevanten Knotenpaare, auf deren Basis die validen Anpassungsmöglich-
keiten berechnet werden. Der Grund hierfür liegt in der aufwendigen Filterung nicht rele-
vanter  Knotenpaare  aus  der  Menge  aller  Knotenpaare.  Dazu  muss  für  jedes  Paar  (?,?)
überprüft werden, ob ? ein struktureller Vorgänger von ? ist, ? und ? identisch sind oder
ob ? und ? auf unterschiedlichen Zweigen eines Splits liegen. Trotz des hohen Zeitauf-
wands, der für die Ausführung dieses Schrittes benötigt wird, lohnt sich die Berechnung
relevanter Knotenpaare, da auf ihrer Basis die Gesamtzeit zur Berechnung aller validen
Anpassungsmöglichkeiten in den Anwendungsfällen im Durchschnitt um 28 Prozent re-
duziert wird.
Ein weiterer Großteil der Zeit entfällt auf die Transformation der Petri Netze in
Workflows (3 Millisekunden) und die anschließende Soundness Validierung der Petri
Netze (5/4 Millisekunden). Die zeitintensivsten Aktionen innerhalb der Petri Netz Trans-
formation sind die Erstellung einer TPN24 Datei und das Schreiben des Petri Netzes in
24 TPN ist ein Dateiformat für den Austausch von Petri Netzen.
VALIDIERUNG 220
diese. Die Aktionen sind notwendig, da die eingesetzte Bibliothek zur Soundess Validie-
rung verlangt, dass das zu validierende Petri Netz in Form einer TPN Datei vorliegt.
Über die Gründe für die Performance der Soundness Validierung können keine genauen
Aussagen getroffen werden, da für diese auf eine bestehende Bibliothek zurückgegriffen
wurde. Es ist jedoch wahrscheinlich, dass die Ausführung der eigentlichen Analysealgo-
rithmen aufgrund ihrer Komplexität den Großteil der Zeit dieses Schrittes in Anspruch
nimmt.
Die Performance der Soundness Validierung sowie der Petri Netz Transformation ist
hoch relevant, da, wie später gezeigt, diese Operationen neben der semantischen Analyse
innerhalb des Anpassungsprozesses häufig ausgeführt werden.
Semantische Validierung von Workflows nach Aktivitätsabhängigkeiten
Zur Messung der Performance der Algorithmen zur Validierung von Workflows nach
Aktivitätsabhängigkeiten (siehe Algorithmus 1 - 4) wird im Folgenden die Performance
der Sub-Testfälle TF-12 BSP1 – TF-12 BSP5 des Testfalls TF-12 (Validierung eines
Workflow-Modells nach Aktivitätsabhängigkeiten) analysiert. Die Sub-Testfälle decken
jeweils die Validierung eines Workflows nach genau einer Aktivitätsabhängigkeit eines
bestimmten Typs ab (siehe Unterabschnitt 7.3.4).
Die Messungen werden in Tabelle 7-28 und Tabelle 7-29 dargestellt. Mit valide wird
jeweils das Beispiel des entsprechenden Sub-Testfalls bezeichnet, in dem der Workflow
valide gegenüber der betrachteten Aktivitätsabhängigkeit ist. Analog werden mit n. valide
die Beispiele gekennzeichnet, in denen der Workflow nicht valide gegenüber der betrach-
teten Aktivitätsabhängigkeit ist.
Aus den Messergebnissen ist ersichtlich, dass die Validierung nach Aktivitätsabhängig-
keiten vom Typ directSerialAfter mit Abstand am schnellsten ist. Der Grund hierfür ist,
dass für sie nur einmalig die Vorgängerknoten der Aktivität berechnet werden müssen,
auf die die Aktivitätsabhängigkeit zeigt.
Anwendungsfall TF-12 BSP-1 TF-12 BSP-2 TF-12 BSP-3







Tabelle 7-28: Ergebnisse der Performanceanalyse der Algorithmen zur Validierung von
Workflows nach Aktivitätsabhängigkeiten (Zeit in ms) – 1
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Anwendungsfall TF-12 BSP-4 TF-12 BSP-5







Tabelle 7-29: Ergebnisse der Performanceanalyse der Algorithmen zur Validierung von
Workflows nach Aktivitätsabhängigkeiten (Zeit in ms) - 2
Weiterhin sind die Unterschiede in den Zeiten bemerkenswert, die zur Validierung der
Workflows nach Aktivitätsabhängigkeiten desselben Typs benötigt werden. So ist bei-
spielsweise im Anwendungsfall Gesundheitswesen die Validierung des Workflows EVK-
1 nach der Aktivitätsabhängigkeit vom Typ serialAfter mit 0,3 Millisekunden doppelt so
schnell wie die Validierung des Workflows HUS-1 nach einer Aktivitätsabhängigkeit
vom selben Typ im Anwendungsfall Gesundheitswesen (TF-12 BSP-1). Dies hat folgen-
den Grund: die Validierung von Workflows nach Aktivitätsabhängigkeiten vom Typ se-
rialAfter erfolgt auf Basis der Berechnung der Nachfolgeknoten des Knotens, von dem
die Abhängigkeit ausgeht (siehe Algorithmus 2). Die Komplexität dieser Berechnung ist
wesentlich von der Anzahl der Nachfolgeknoten dieses Knotens sowie der Anzahl der in
ihr vorkommenden Splits verantwortlich. Da im Anwendungsfall Katastrophenmanage-
ment diese Anzahl jeweils höher ist, dauert in ihm die Validierung nach der Aktivitätsab-
hängigkeit vom Typ serialAfter länger.
Auch im Sub-Testfall TF-12 BSP-3, in dem die Workflows EVK-2-1 und EVK-2-2 nach
einer Aktivitätsabhängigkeit vom Typ concurrent validiert werden, ist ein deutlicher Un-
terschied in den Messergebnissen erkennbar. Zwar liegen in beiden Fällen die Aktivitäten
der betrachteten Aktivitätsabhängigkeit innerhalb der Workflows auf unterschiedlichen
Zweigen eines Splits und haben AndSplits als gemeinsame strukturelle Vorgänger, im
validen Fall ist die Abbruchbedingung des Algorithmus für diesen Fall jedoch bereits mit
dem ersten ermittelten AndSplit (dem neu eingefügten AndSplit) erfüllt. Im nicht validen
Fall muss die Abbruchbedingung für alle Splits überprüft werden, was zu einer längeren
Validierungszeit führt.
Im Sub-Testfall TF-12 BSP-4 zeichnet sich ein ähnliches Bild für die Validierung von
Workflows nach einer Aktivitätsabhängigkeit vom Typ mutualExclusion ab. Auch hier
befinden sich in beiden Fällen die Aktivitäten der betrachteten Aktivitätsabhängigkeit
innerhalb der Workflows auf unterschiedlichen Zweigen eines Splits. Im Beispiel aus
dem Anwendungsfall Gesundheitswesen ist die Validierung jedoch wesentlich schneller,
da die beiden Aktivitäten der Aktivitätsabhängigkeit keine XorSplits als gemeinsame
strukturelle Vorgänger haben und der Algorithmus für diesen Fall frühzeitig terminiert.
Auch bei der Validierung der Workflows nach den Abhängigkeiten vom Typ require
(TF-12 BSP-5) sind deutliche Zeitunterschiede zu erkennen. In beiden Fällen ist ein Kno-
ten der Aktivitätsabhängigkeit ein Vorgänger bzw. Nachfolger des anderen Knotens der
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Aktivitätsabhängigkeit. Für diesen Fall müssen laut Algorithmus 4 alle XorSplits zwi-
schen diesen beiden Knoten ermittelt werden und, falls vorhanden, für diese die Nachfol-
geknoten berechnet werden. Dies geht in dem nicht validen Fall mit 0,5 Millisekunden
wesentlich schneller, da sich zwischen den beiden Knoten kein XorSplit befindet. Im
validen Fall befinden sich hingegen zwei XorSplits zwischen den beiden Aktivitäten.
Aus den Messergebnissen wird deutlich, dass, abgesehen von den Algorithmen zur Vali-
dierung von Workflows nach Aktivitätsabhängigkeiten vom Typ directSerialBefore und
directSerialAfter, nicht grundsätzlich geschlussfolgert werden kann, dass einer der Algo-
rithmen in jedem Fall am schnellsten terminiert. Vielmehr hängt ihre Performance von
der Struktur des zu validierenden Workflows sowie der Position der Aktivitäten aus der
zu berücksichtigenden Aktivitätsabhängigkeit im Workflow ab. Weiterhin ist aus den
Messergebnissen ersichtlich, dass die Validierung eines Workflows nach einer Aktivitäts-
abhängigkeit auf Basis der entwickelten Algorithmen unter geringem Zeitaufwand erfolgt
und damit die Algorithmen effizient implementiert werden können. Dies ist eine Voraus-
setzung für ihre Anwendbarkeit in der realen Welt.
Berechnung aller validen Anpassungsmöglichkeiten
Zuvor wurde anhand der Anwendungsfälle die Performance einzelner Schritte analysiert,
die innerhalb der Basisalgorithmen zur automatischen Anpassung von Workflows
(Algorithmus 5 und 6) ausgeführt werden.
Im Folgenden wird ebenfalls anhand der Anwendungsfälle die Performance der eigentli-
chen Basisalgorithmen analysiert. Aus ihr ist ersichtlich, wie viel Zeit der gesamte Be-
rechnungsprozess in den Anwendungsfällen im Durchschnitt in Anspruch nimmt.
Die Performance der Basisalgorithmen entspricht nicht der Summe der zuvor vorgestell-
ten Messergebnisse, da innerhalb dieser Operationen wie die Soundess Validierung, Petri
Netz Transformation und semantische Validierung mehrfach und unterschiedlich oft aus-
geführt werden (siehe Algorithmus 5).
Tabelle 7-30 zeigt abhängig von den Eingabeparametern von Algorithmus 5 die durch-
schnittliche Zeit, die zur Berechnung aller validen Anpassungsmöglichkeiten für die in
den Anwendungsfällen einzufügenden Aktivitäten benötigt wird. Tabelle 7-31 zeigt ab-
hängig von den Eingabeparametern von Algorithmus 6 die durchschnittliche Zeit, die
dazu benötigt wird, um zu ermitteln, ob das Löschen einer Aktivität zu einem validen
Workflow führt. So benötigt beispielsweise die Berechnung aller 55 validen Anpas-
sungsmöglichkeiten für die Aktivität Dekontamination im Workflow EVK unter der Be-
rücksichtigung von 14 Aktivitätsabhängigkeiten und 36 zustandsbezogenen Einschrän-
kungen im Durchschnitt 5,3 Sekunden. Zur Ermittlung, ob das Löschen der Aktivität
Bergung von Toten aus dem Workflow EVK-3 zu einem validen Workflow führt, werden
65 Millisekunden benötigt. Dieser erhebliche Zeitunterschied resultiert aus der Tatsache,
dass zur Berechnung valider Löschfunktionen teure Operationen wie die Transformation
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eines Workflows in ein Petri Netz sowie die semantische und syntaktische Validierung
nur einfach ausgeführt werden müssen. Der Grund hierfür ist, dass es stets nur eine Mög-
lichkeit gibt eine Aktivität zu löschen (siehe Unterabschnitt 5.4.2). Wie im Folgendem im
Detail spezifiziert, müssen bei der Berechnung valider Anpassungsmöglichkeiten für das
Einfügen einer Aktivität diese Operationen hingegen mehrfach ausgeführt werden, was zu
einer längeren Ausführungszeit führt.
Trotz einer Berechnungszeit von wenigen Sekunden ist der entwickelte Ansatz zur auto-
matischen Berechnung aller validen Anpassungsmöglichkeiten wesentlich effizienter als
der auf Basis aktueller Technologien ausgeführte manuelle Ansatz. Befragungen des Füh-
rungsstabs der Feuerwehr Köln und führender Ärzte des St. Josephs Krankenhauses in
Potsdam haben ergeben, dass die manuelle Berechnung valider Anpassungsmöglichkeiten







Dekontamination EVK 470 36 14 5300
Verschärfte Sicherung
und Kontrolle
EVK-1 502 36 7 4920
Kurzfristige
Unterbringung
EVK-2-1 611 36 9 5138
Spirometrische
Untersuchung
HUS 651 36 14 6158
Bronchoskopie HUS-1 784 36 6 6366
Antibakterielle
Behandlung
HUS-2-1 877 36 6 6901
Tabelle 7-30: Ergebnisse der Performanceanalyse der Basisalgorithmen zur automatischen Anpas-
sung von Workflows abhängig von den relevanten Eingabeparametern („AAB“ = Aktivitätsabhän-
gigkeit, „ZBE“ = zustandsbezogene Einschränkung) - 1
Zu löschende
Aktivität
Workflow ZBEs AABs Berechnungs-
zeit (in ms)
Bergung von Toten EVK-3 36 65
Tabelle 7-31: Ergebnisse der Performanceanalyse der Basisalgorithmen zur automatischen Anpas-
sung von Workflows abhängig von den relevanten Eingabeparametern („AAB“ = Aktivitätsabhän-
gigkeit, „ZBE“ = zustandsbezogene Einschränkung) - 2
Detaillierte Analyse der Basisalgorithmen
Im Folgenden wird auf Basis der Berechnung aller validen Anpassungsmöglichkeiten für
die Aktivität Dekontamination im Anwendungsfall Katastrophenmanagement sowie für
die Aktivität Spirometrische Untersuchung im Anwendungsfall Gesundheitswesen analy-
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siert, welche Operationen innerhalb des Berechnungsprozesses wie viel Zeit in Anspruch
nehmen und wie oft sie dabei ausgeführt werden. Aus dieser Analyse ist im Detail er-
sichtlich, wie die in Tabelle 7-30 beschriebenen Gesamtzeiten für die Berechnungspro-
zesse zu Stande kommen. Zudem können aus ihr die bezüglich der Ausführungszeit teu-
ersten Operationen ermittelt werden. Die Optimierung dieser Operationen bildet einen
vielversprechenden Ansatz für eine zukünftige Performanceverbesserung der entwickel-
ten Konzepte und Algorithmen.
Abbildung 7-6 zeigt wie oft die relevantesten Operationen innerhalb der Berechnung aller
validen Anpassungsmöglichkeiten für die Aktivität Dekontamination und die Aktivität
Spirometrische Untersuchung ausgeführt wurden. Die Operation Semantische Validie-
rung bezieht sich auf Definition 5-8 und damit auf die semantische Validierung eines
Workflows gegenüber einer Menge von Aktivitätsabhängigkeiten. Wie oft innerhalb die-
ser Validierung ein Workflow nach einem bestimmten Aktivitätsabhängigkeitstyp nach
Algorithmus 1 – 4 validiert wird, wird durch die erhellten Balken gekennzeichnet. So
werden beispielsweise innerhalb der 304 semantischen Validierungen, die innerhalb der
Berechnung der Anpassungsmöglichkeiten für die Aktivität Dekontamination benötigt
werden, 912 mal ein Workflow nach einer Aktivitätsabhängigkeit vom Typ serialBefore
und serialAfter validiert.
Abbildung 7-6: Häufigkeit der Ausführung der relevantesten Operationen innerhalb der Berech-
nung aller valider Anpassungsmöglichkeiten für die Aktivitäten Dekontamination und Spirometri-
sche Untersuchung
Am häufigsten wird die Operation zur Erstellung der Workflow-Kopien ausgeführt, auf
deren Basis die validen Anpassungsmöglichkeiten berechnet werden. Ursache hierfür ist,



















heit des angepassten Workflows erstellt werden (siehe Algorithmus 5). Die Anzahl der
ausgeführten Soundness Validierungen, Petri Netz Transformationen und Anpassungso-
perationen ist äquivalent, da sie nach Algorithmus 5 in jedem Schleifendurchlauf in direk-
ter Sequenz ausgeführt werden. Die Anzahl der semantischen Validierungen ist am ge-
ringsten, da nur syntaktisch korrekte (sound) Workflows semantisch validiert werden. Die
Anzahl der Validierungen von Workflows nach Aktivitätsabhängigkeiten von speziellen
Typen ist abhängig von der Anzahl der zu berücksichtigen Aktivitätsabhängigkeiten.
Abgesehen von einigen der speziellen semantischen Analyseoperationen, werden inner-
halb der Berechnung der validen Anpassungsmöglichkeiten für die Aktivität Spirometri-
sche Untersuchung die relevantesten Operationen häufiger ausgeführt. Dies liegt an der
höheren Anzahl von Knoten und Verzweigungen innerhalb des anzupassenden
Workflows, die zu einer höheren Anzahl potenzieller Anpassungsmöglichkeiten führt.
Abbildung 7-7 zeigt für die beiden betrachteten Fälle wie viel Zeit von der gesamten Be-
rechnungszeit zur Ausführung der in Abbildung 7-6 dargestellten Operationen benötigt
wird. Analog zu Abbildung 7-6 verdeutlichen die erhellten Balken, wie viel Zeit inner-
halb der semantischen Validierung für die Validierung von Workflows nach Aktivitäts-
abhängigkeiten bestimmter Typen benötigt wird.
Abbildung 7-7: Ausführungszeit der relevantesten Operationen innerhalb der Berechnung aller
validen Anpassungsmöglichkeiten für die Aktivitäten Dekontamination und Spirometrische Unter-
suchung
Der Großteil der Zeit wird in beiden Fällen zur Soundness Validierung der Workflows























langen Ausführungszeit, die für eine einzelne Soundness Validierung im Durchschnitt
benötigt wird (siehe Tabelle 7-27).
Es ist auffällig, dass innerhalb des Berechnungsprozesses für die Aktivität Spirometrische
Untersuchung trotz einer höheren Anzahl an Knoten und Kanten wesentlich weniger Zeit
für die Soundness Validierung benötigt wird. Ursache hierfür ist, dass innerhalb des Be-
rechnungsprozesses deutlich weniger sound Workflows erstellt werden und daher die
Analysealgorithmen frühzeitiger - beispielweise bereits nach der Überprüfung der ersten
Soundness Bedingung - terminieren.
Neben der Soundness Validierung benötigen die Operationen zur Petri Netz Transforma-
tion und semantischen Validierung einen Großteil der Berechnungszeit. Damit gehören
sie zu den teuersten Operationen innerhalb des Berechnungsprozesses.
Zur besseren Einordnung der Zeiten zeigt Abbildung 7-8 für die beiden betrachteten Fälle
aus den Bereichen Katastrophenmanagement und Gesundheitswesen den prozentualen
Anteil an der Gesamtberechnungszeit, den die Ausführung der betrachteten Operationen
in Anspruch nehmen.
Abbildung 7-8: Prozentualer Anteil der relevantesten Operationen an der Gesamtzeit zur Berech-
nung aller valider Anpassungsmöglichkeiten für die Aktivitäten Dekontamination und Spirometri-
sche Untersuchung
Um allgemeingültigere Aussagen über die teuersten Operationen treffen zu können, wur-
de der Anteil der oben beschriebenen Operationen an der Gesamtberechnungszeit für alle
Anpassungsoperationen aus den beiden betrachteten Anwendungsfällen berechnet und
der Mittelwert dieser gebildet. Abbildung 7-9 zeigt das Ergebnis dieser Analyse. Dem-


































und zur semantischen Validierung im Durchschnitt über 80% der Zeit, die zur Berech-
nung aller valider Anpassungsmöglichkeiten benötigt wird. Damit bildet die Optimierung
dieser Operation einen vielversprechenden Ansatz, um die Performance der entwickelten
Algorithmen und Konzepte in Zukunft zu verbessern.
Abbildung 7-9: Durchschnittlicher prozentualer Anteil der relevantesten Operationen an der Ge-
samtzeit zur Berechnung aller validen Anpassungsmöglichkeiten
Erweiterte Performancemessungen
Im Folgenden wird die Performance des entwickelten Ansatzes zur Berechnung aller
validen Anpassungsmöglichkeiten für umfangreichere Workflows (mit einer höheren
Anzahl an Knoten und Verzweigungen) analysiert. Ziel dieser Analyse ist es zu zeigen,
dass der Ansatz auch für diese Workflows eingesetzt werden kann. Exakte Aussagen über
die Skalierbarkeit des Ansatzes können jedoch aus folgendem Grund nicht gemacht wer-
den: Wie zuvor gezeigt, ist die Zeit, die zur Validierung von Workflows nach Aktivitäts-
abhängigkeiten bzw. zur Berechnung aller validen Anpassungsmöglichkeiten benötigt
wird, maßgeblich von der Position der Aktivitäten innerhalb der Workflows abhängig.
Dies kann dazu führen, dass die Validierung eines umfangreichen Workflows genauso
viel oder sogar weniger Zeit in Anspruch nimmt als die Validierung eines weniger um-
fangreichen Workflows gegen die selbe Menge von Aktivitätsabhängigkeiten. Daher
können auf Basis dieser Zeiten keine zuverlässigen Aussagen über die Skalierbarkeit des
Ansatzes gemacht werden.
Um dennoch eine Aussage darüber treffen zu können, wie sich die Performance des An-






























dieser Workflows vorgenommen. Es wurde auf eine Analyse von Mendeiros [MMN+06]
zurückgegriffen, in der 600 Workflows des SAP Referenzmodells aus 29 unterschiedli-
chen Domänen untersucht werden, um ein realistisches Bild über die Größe der umfang-
reichsten in der Realität eingesetzten Workflows zu bekommen. Auf Basis von drei der
größten Workflows aus verschiedenen Domänen aus dieser Analyse wurden die Perfor-
mancemessungen durchgeführt. Diese Workflows werden im Folgenden mit WF1, WF2
und WF3 bezeichnet. Ihre Eigenschaften werden in Tabelle 7-32 beschrieben. Es ist an-
zunehmen, dass andere Workflows, die in der realen Welt eingesetzt werden, nicht we-
sentlich umfangreicher sind.
Artefakt WF1 WF2 WF3
Knoten 40 59 64
XorSplits 5 6 8
AndSplits 5 7 7
Kanten 70 103 120
Tabelle 7-32: Überblick über die analysierten Workflows
Für jeden der Workflow aus Tabelle 7-32 wurden 20 fiktive Aktivitätsabhängigkeiten
(fünf vom Typ serialBefore, fünf vom Typ directSerialBefore, fünf vom Typ concurrent
und fünf vom Typ require) spezifiziert. Die Zeiten, welche der entwickelte Ansatz zur
Validierung der Workflows nach diesen Abhängigkeiten benötigt, werden in Tabelle 7-33
dargestellt. Bei der Validierung befanden sich alle Knoten der Workflows im Zustand
nicht_Aktiv und die spezifizierten zustandsbezogenen Einschränkungen erlaubten das





WF1 1843 20 46727
WF2 3660 20 141128
WF3 4996 20 234228
Tabelle 7-33: Gesamtzeit zur Berechnung aller validen Anpassungsmöglichkeiten („AAB“ = Akti-
vitätsabhängigkeit)
Aus den Performancemessungen ist ersichtlich, dass der entwickelte Ansatz auch zur
Berechnung aller validen Anpassungsmöglichkeiten für die umfangreichsten in der Reali-
tät eingesetzten Workflows verwendet werden kann. Trotz einer Berechnungszeit von
mehreren Sekunden ist der Ansatz wesentlich effizienter und, bezüglich der Validität der
berechneten Anpassungsmöglichkeiten, sicherer als die manuelle Berechnung aller vali-
den Anpassungsmöglichkeiten.
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7.4.3 Diskussion der Performanceergebnisse
In diesem Abschnitt wurden verschiedene Aspekte der Performance des entwickelten
Ansatzes zur Berechnung und Ausführung aller validen Anpassungsmöglichkeiten vorge-
stellt. In einem ersten Schritt wurde die Komplexität der entwickelten Algorithmen auf
Basis der O-Notation analysiert. Die Analyse hat gezeigt, dass die Algorithmen maximal
in polynomieller Zeit ausgeführt und damit effizient implementiert werden können.
In einem zweiten Schritt wurden Performancemessungen, die auf Basis des entwickelten
Prototyps sowie den zwei Anwendungsfällen aus Abschnitt 3.1 ausgeführt wurden, vor-
gestellt und diskutiert. Die Messungen decken die einzelnen Schritte der in Abbildung 6-6
dargestellten Teilprozesse 1 (Ermittlung der Kontextanpassung sowie der zu berücksich-
tigenden Aktivitätsabhängigkeiten) und 2 (Ausführung der Basisalgorithmen zur automa-
tischen Anpassung von Workflows) des Anpassungsprozesses sowie den gesamten Pro-
zess zur Berechnung aller validen Anpassungsmöglichkeiten ab. Um die Performance des
Ansatzes für umfangreichere Workflows zu analysieren, wurden zusätzlich Messungen
auf Basis von drei der umfangreichsten Workflows aus dem SAP Referenzmodell aus
verschiedenen Domänen durchgeführt.
Die Performanceevaluierung ergab folgende Resultate:
- Die einzelnen Schritte der Prozesse zur Berechnung aller validen Anpas-
sungsmöglichkeiten werden innerhalb von wenigen Millisekunden ausgeführt
und können damit effizient implementiert werden.
- Der gesamte Berechnungsprozess (in dem diese Schritte mehrfach ausgeführt
werden) wird für mittelgroße Workflows innerhalb von wenigen Sekunden aus-
geführt. Damit ist der entwickelte Ansatz wesentlich effizienter als der auf Basis
aktueller Technologien ausgeführte manuelle Ansatz.
- Auch für umfangreichere in der Realität eingesetzte Workflows kann der entwi-
ckelte Ansatz verwendet werden, da er für diese die Anpassungsmöglichkeiten in
angemessener Zeit berechnet.
- Zu den teuersten Operationen innerhalb des Berechnungsprozesses gehört die
semantische Validierung, die Petri Netz Transformation und die syntaktische Va-
lidierung. Zusammen benötigen sie im Durchschnitt über 80% der Berechnungs-
zeit. Ihre Optimierung bietet daher einen vielversprechenden Ansatz zur Verbes-
serung der Performance der entwickelten Algorithmen und Konzepte.
Mit der Performanceevaluierung wurde gezeigt, dass der entwickelte Ansatz zur automa-
tischen Berechnung aller validen Anpassungsmöglichkeiten effizient implementiert wer-
den kann und neben der Anzahl der validen Anpassungsmöglichkeiten und ihrer Korrekt-
heit auch bezüglich der Effizienz einen signifikanten Mehrwert gegenüber der auf Basis
aktueller Technologien ausgeführten manuellen Berechnung ergibt.
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7.5 Gegenüberstellung der Lösung mit den Anforderungen
In diesem Abschnitt werden die Anforderungen aus dem Abschnitt 3.2 den Konzepten
und deren Umsetzung gegenübergestellt. Es wird eingeschätzt, inwiefern die entwickelten
Lösungen zur Erfüllung der Anforderungen geeignet sind.
Anforderung 1: Strukturelle Anpassung. Um angemessen auf sich verändernde Kon-
textinformationen reagieren zu können, beschreibt Anforderung 1 die Notwendigkeit der
Unterstützung der grundlegenden Anpassungsoperationen zum Einfügen und Löschen
von Aktivitäten durch die Adaptionsschicht.
Die entwickelte Adaptionsschicht unterstützt mit Hilfe der Basisalgorithmen
(Algorithmus 5 und 6) die grundlegenden Anpassungsoperationen zum Einfügen und
Löschen von Aktivitäten. ? Anforderung erfüllt: ja
Anforderung 2: Validierung nach Aktivitätsabhängigkeiten. Die in Unterabschnitt
5.3.2 vorgestellten Algorithmen unterstützen die Validierung von Workflows nach Akti-
vitätsabhängigkeiten. Die Algorithmen basieren auf der formalen Definition von Aktivi-
tätsabhängigkeiten (Definition 5-6) sowie der formalen Definition der Bedingungen unter
denen ein Workflow valide gegenüber den in dieser Arbeit betrachteten Typen von Akti-
vitätsabhängigkeiten ist (Definition 5-8 und Definition 5-9). Mit dem Semantic Analyzer
verfügen die Adaptionsschicht und der Prototyp über eine Komponente, die auf Basis
dieser Algorithmen die semantische Validierung von Workflows technisch unterstützt.
? Anforderung erfüllt: ja
Anforderung 3: Validierung nach zustandsbezogenen Einschränkungen. Zur Umset-
zung dieser Anforderung wurde zunächst ein Workflow-Formalismus entwickelt, auf
dessen Basis alle die in dieser Arbeit betrachteten Zustände eindeutig definiert werden
können (Unterabschnitt 5.2.2 und Definition 5-16). Auf Grundlage dieser Definition wur-
den die betrachteten zustandsbezogenen Einschränkungen spezifiziert und definiert unter
welchen Bedingungen sie bzw. eine Anpassungsoperation valide gegenüber diesen ist
(Definition 5-17 und Definition 5-18). Mit dem ZEM Manager (Unterabschnitt 6.3.5)
verfügen die Anpassungsschicht und der Prototyp über eine Komponente zur Validierung
von Workflows nach zustandsbezogenen Einschränkungen. ? Anforderung erfüllt: ja
Anforderung 4: Syntaktische Validierung. Anforderung 4 beschreibt die Notwendig-
keit neben der semantischen Validität auch die syntaktische Validität der angepassten
Workflows sicherzustellen. Da bereits zahlreiche Ansätze zur syntaktischen Validierung
von Workflows existieren, soll die Adaptionsschicht auf einen dieser Ansätze zugreifen.
Der in Unterabschnitt 5.2.2 vorgestellte Workflow-Formalismus wurde als spezialisiertes
Fragment von Petri Netzen entwickelt. Dies ermöglicht der Adaptionsschicht auf Basis
von Definition 5-5 die betrachteten Workflows in äquivalente Petri Netze zu transformie-
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ren. Mit der Herleitung von Proposition 1 wurde gezeigt, dass die betrachteten
Workflows sound sind, wenn ihre zugehörigen Petri Netze sound sind. Dies ermöglicht
der Adaptionsschicht wiederum zur semantischen Validierung von Workflows auf beste-
hende Ansätze zur Soundness Validierung für Petri Netze zurückzugreifen.
Aus technischer Sicht unterstützt der Syntax Analyzer der Adaptionsschicht die syntakti-
sche Validierung von Workflows. Auch der entwickelte Prototyp unterstützt die syntakti-
sche Validierung. ? Anforderung erfüllt: ja
Anforderung 5: Automatische Berechnung aller validen Anpassungsmöglichkeiten.
Nach Anforderung 5 sollen für den Fall, dass eine Kontextinformation das Einfügen einer
Aktivität erfordert, alle validen Anpassungsmöglichkeiten berechnet werden. Erfordert
eine Kontextinformation das Löschen einer Aktivität soll ebenfalls nach Anforderung 5
überprüft werden, ob das Löschen zu einem validen Workflow führt.
Mit der Entwicklung der Basisalgorithmen zur automatischen Anpassung von Workflows
(Algorithmen 5 und 6) wurde diese Anforderung erfüllt.
Die automatische Berechnung aller validen Anpassungsmöglichkeiten wird vom Prototyp
unterstützt.? Anforderung erfüllt: ja
Anforderung 6: Anbindung bestehender Kontextdienste. In Unterabschnitt 6.2.1 wur-
den die Randbedingungen spezifiziert, welche von einem Kontextdienst erfüllt werden
müssen, damit dieser von der Adaptionsschicht angebunden werden kann. Bei der Spezi-
fikation wurde darauf geachtet, dass die Randbedingungen von einem Großteil der beste-
henden Kontextdienste erfüllt werden können bzw. sie ohne größeren Aufwand dahinge-
hend erweitert werden können. ? Anforderung erfüllt: ja
Anforderung 7: Anbindung bestehender adaptiver WfMS. In Unterabschnitt 6.2.2
wurden die Randbedingungen beschrieben, welche von einem adaptiven WfMS erfüllt
werden müssen, damit dieses von der Adaptionsschicht angebunden werden kann.
Eine wesentliche Anforderung dabei ist, dass das vom adaptiven WfMS eingesetzte
Workflow-Modell auf das in dieser Arbeit betrachtete Workflow-Modell transformiert
werden kann. Da der in Unterabschnitt 5.2.2 entwickelte Workflow-Formalismus durch
die Unterstützung einer minimalen Menge von Artefakten und einer gängigen Workflow
Semantik weitestmöglich sprachen- und technologieunabhängig definiert wurde, kann
diese Bedingung von einem Großteil der adaptiven WfMS erfüllt werden.
Wie in Unterabschnitt 5.2.2 beschrieben, können die anderen an die adaptiven WfMS
gestellten Randbedingungen ebenfalls ohne größeren Aufwand von diesen erfüllt werden.
? Anforderung erfüllt: ja
Anforderung 8: Einfache Verwaltung. Anforderung 8 beschreibt die Notwendigkeit der
einfachen Verwaltung der Adaptionsschicht. Diese Anforderung bezieht sich hauptsäch-
lich auf die einfache Verwaltung der zustandsbezogenen Einschränkungen, der Aktivi-
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tätsabhängigkeiten sowie der Abbildungsvorschriften von Kontextinformationen auf Kon-
textanpassungen, da diese abhängig von der betrachteten Domäne mehrfach angepasst
werden müssen.
Durch die Entwicklung dedizierter Modelle für die betrachteten Einschränkungen und
Abbildungsvorschriften sowie der Entwicklung geeigneter Konzepte zur Umsetzung der
Modelle kommt die Adaptionsschicht dieser Anforderung nach. Neben der Entwicklung
dedizierter Modelle trägt auch das grundlegende Designprinzip der Adaptionsschicht (sie
als eigenständige Schicht zu entwickeln) zur Erfüllung dieser Anforderung bei. ? An-
forderung erfüllt: ja
Anforderung 9: Vermeidung unnötiger Modellerweiterungen. Anforderung 9 sieht
die Vermeidung unnötiger Modellerweiterungen seitens der eingesetzten Workflow-
Modelle vor.
Neben der Spezifikation der Zustände der Workflow-Artefakte erfordert die Adaptions-
schicht zur Berechnung aller validen Anpassungsmöglichkeiten keine zusätzlichen Mo-
dellerweiterungen. Alle validen Anpassungsmöglichkeiten werden zur Laufzeit auf Basis
des initialen Workflows berechnet. Damit ist es nicht notwendig, zusätzliche alternative
Verzweigungen für mögliche Anpassungen in das Workflow-Modell zu integrieren.
? Anforderung erfüllt: ja
7.6 Gegenüberstellung der Lösung mit den Kernfragen
In diesem Abschnitt wird untersucht, ob und wenn ja, womit die in Abschnitt 1.4 be-
schriebenen Kernfragen dieser Arbeit durch die entwickelte Lösung beantwortet werden
können.
Kernfrage 1. In Kernfrage 1 wird nach Konzepten zur automatischen Validierung von
Workflows nach Aktivitätsabhängigkeiten und zustandsbezogenen Einschränkungen ge-
fragt. Zur Beantwortung dieser Kernfrage wurde zunächst ein generisches Framework
entwickelt, welches eindeutig definiert, was eine Aktivitätsabhängigkeit und eine zu-
standsbezogene Einschränkung ist und unter welchen Bedingungen ein Workflow valide
gegenüber diesen ist (Abschnitt 5.2). Zur automatischen Validierung von Workflows
nach Aktivitätsabhängigkeiten wurden daraufhin Algorithmen entworfen, auf deren Basis
automatisch überprüft werden kann, ob ein Workflow diese Bedingungen erfüllt
(Algorithmus 1 bis 4).
Das Konzept zur automatischen Validierung von Workflows nach zustandsbezogenen
Einschränkungen wurde aufgrund seiner Trivialität direkt der Definition 5-18 (Erfüllung
von zustandsbezogenen Einschränkungen) entnommen. Hierfür bedurfte es keiner weite-
ren Algorithmen. ? Kernfrage beantwortet: ja
Kernfrage 2. In Kernfrage 2 wird hinterfragt, wie aufbauend auf Kernfrage 1 automa-
tisch alle validen Ausführungsmöglichkeiten für eine einzufügende Aktivität ermittelt
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werden können bzw. festgestellt werden kann, ob das Löschen einer Aktivität zu einem
validen Workflow führt. Mit der Entwicklung der Basisalgorithmen zur automatischen
Anpassung von Workflows (Algorithmus 5 und 6) wurde diese Frage beantwortet.
? Kernfrage beantwortet: ja
Kernfrage 3. Durch Kernfrage 3 soll ermittelt werden, wie eine geeignete Architektur
zur Umsetzung der Basisalgorithmen aus Kernfrage 2 aussieht und welche Komponenten
diese Architektur benötigt. Zur Beantwortung dieser Kernfrage wurde in Kapitel 6 die
Adaptionsschicht spezifiziert. Innerhalb der Spezifikation wurde die Architektur der
Adaptionsschicht und deren Komponenten beschrieben. Zudem wurde erläutert, wie die
Komponenten am geeignetsten umgesetzt werden und wie sie zur Ausführung der Basis-
algorithmen miteinander interagieren. ? Kernfrage beantwortet: ja
Kernfrage 4. In Kernfrage 4 wird nach den Anforderungen gefragt, die von existierenden
Kontextdiensten und adaptiven WfMS erfüllt werden müssen, damit sie von der Adapti-
onsschicht angebunden werden können. Diese Anforderungen werden in Unterabschnitt
6.2.1 und 6.2.2 beschrieben. Bei der Spezifikation der Anforderungen wurde darauf ge-
achtet, dass sie von einer Vielzahl der bestehenden Systeme erfüllt werden bzw. diese
ohne größeren Aufwand dahingehend erweitert werden können. ? Kernfrage beantwor-
tet: ja
7.7 Zusammenfassung
In diesem Kapitel wurden die Konzepte zur Berechnung und Ausführung aller validen
Anpassungsmöglichkeiten validiert. Im ersten Schritt der Validierung wurde eine proto-
typische Implementierung dieser Konzepte und der Adaptionsschicht vorgestellt. Der
Prototyp umfasst alle Komponenten der Adaptionsschicht und unterstützt bis auf die ei-
gentliche Ausführung der berechneten Anpassungsmöglichkeiten jeden Schritt des An-
passungsprozesses. Mit der Entwicklung des Prototyps wurde gezeigt, dass die entwickel-
ten Konzepte implementiert werden können.
Im zweiten Schritt der Validierung wurde der entwickelte Ansatz zur Berechnung aller
validen Anapassungsmöglichkeiten auf Basis der beiden Anwendungsfälle aus den Do-
mänen Katastrophenmanagement und Gesundheitswesen demonstriert. Dazu wurden 20
Testfälle entwickelt und mit Hilfe des implementierten Prototyps ausgeführt. Die Testfäl-
le decken den gesamten Anpassungsprozess ab. Für jeden Testfall wurde beschrieben,
welche Komponenten an seiner Umsetzung beteiligt sind und welche Konzepte er adres-
siert. Zudem wurden für jeden Testfall die relevanten Artefakte, welche in ihm erzeugt
wurden, vorgestellt. Mit dieser testfallbasierten Validierung wurde gezeigt, dass der ent-
wickelte Ansatz zur Berechnung und Ausführung aller validen Anpassungsmöglichkeiten
in verschiedenen Anwendungsfällen eingesetzt und damit zur Problemlösung in unter-
schiedlichen Domänen beitragen kann. Zudem hat er die Funktionsfähigkeit des entwi-
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ckelten Prototyps für die betrachteten Anwendungsfälle belegt. Weiterhin hat diese Vali-
dierung gezeigt, dass der entwickelte Ansatz im Vergleich zum gegenwärtig ausgeführten
manuellen Ansatz wirtschaftlicher ist, mehr Anpassungsmöglichkeiten berechnet und die
Korrektheit der Anpassungsmöglichkeiten im Rahmen der betrachteten Anwendungsfälle
sicherstellt. Auf Basis der manuellen Berechnung können speziell für umfangreiche
Workflows, die die Berücksichtigung einer hohen Anzahl an Aktivitätsabhängigkeiten
erfordern, maximal einige wenige Anpassungsmöglichkeiten manuell ermittelt werden.
Dabei ist jedoch nicht auszuschließen, dass die am besten geeignete Anpassungsmöglich-
keit nicht gefunden wird oder Fehler bei der Validierung gemacht werden. Dies zeigt,
dass ein Ansatz zur automatischen Berechnung aller validen Anpassungsmöglichkeiten
sinnvoll ist und bezüglich der Anzahl und Korrektheit der berechneten Anpassungsmög-
lichkeiten einen Mehrwert gegenüber der aktuell ausgeführten manuellen Berechnung
ergibt.
Im letzen Schritt der Validierung wurde die Performance des entwickelten Ansatzes ana-
lysiert. Dazu wurde zunächst die theoretische Komplexität der entwickelten Algorithmen
ermittelt. Daraufhin wurden auf Basis der beiden Anwendungsfälle sowie des Prototyps
eine Reihe von Performancemessungen durchgeführt und analysiert. Die Analyse hat
ergeben, dass die entwickelten Konzepte effizient implementiert werden können und dass
auf ihrer Basis alle validen Anpassungsmöglichkeiten schneller als beim gegenwärtig
ausgeführten manuellen Ansatz berechnet werden können.
Schließlich wurde gezeigt, dass auf Basis der entwickelten Konzepte alle in dieser Arbeit
gestellten Anforderungen erfüllt und die spezifizierten Kernfragen beantwortet werden.
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8
Zusammenfassung und Ausblick
Im Folgenden werden die zentralen Ergebnisse dieser Arbeit zusammengefasst. Dazu
wird in Abschnitt 8.1 erneut die adressierte Problem- und Zielstellung dieser Arbeit auf-
gegriffen und die Kernbeiträge dieser Arbeit beschrieben. In Abschnitt 8.2 wird daraufhin
ein Ausblick über zukünftige Arbeiten gegeben.
8.1 Zusammenfassung der Arbeit
Workflows werden seit ihrer Entwicklung hauptsächlich zur Optimierung von statischen
Geschäftsprozessen eingesetzt. Aktuell wächst jedoch das Verlangen, sie auch zur Opti-
mierung von dynamischen Geschäftsprozessen zu verwenden. Dazu müssen sie automa-
tisch während ihrer Ausführung auf Basis einer Kontextinformation angepasst werden
können. Bei der Anpassung müssen sowohl Aktivitätsabhängigkeiten als auch zustands-
bezogene Einschränkungen berücksichtigt werden. Wie in dieser Arbeit gezeigt, ist die
automatische Berechnung aller validen Anpassungsmöglichkeiten ein zentraler Schritt
innerhalb des automatischen Anpassungsprozesses. Dieser wird jedoch von bestehenden
Ansätzen nicht ausreichend unterstützt. Daher erfolgt die Berechnung aktuell manuell.
Dies ist zeitaufwendig, benötigt IT-spezifisches Wissen und führt möglicherweise zu
invaliden Workflows.
Aus dieser Problemstellung heraus wurde in dieser Arbeit eine Adaptionsschicht mit dem
Ziel entwickelt, automatisch alle validen Anpassungsmöglichkeiten für einen Workflow
zu berechnen und auszuführen. Die Adaptionsschicht sollte dabei zwischen einem existie-
renden Kontextdienst, von dem sie die relevanten Kontextinformationen erhält, und ei-
nem existierenden adaptiven WfMS, auf dessen Basis sie die berechneten Anpas-
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sungsmöglichkeiten ausführt, eingesetzt werden. Aus dieser Zielstellung ergaben sich die
folgenden Kernfragen, die durch die Arbeit beantwortet werden sollten:
Kernfrage 1 Auf welche Weise kann ein Workflow automatisch semantisch hinsichtlich
temporaler Abhängigkeiten sowie Einschränkungen bezüglich des Ausführungsstatus des
Workflows validiert werden und welche Informationen sind dazu erforderlich bzw. wel-
che Randbedingungen müssen erfüllt sein?
Kernfrage 2 Auf welche Weise können aufbauend auf Kernfrage 1 alle validen Ausfüh-
rungsmöglichkeiten für eine Anpassung automatisch ermittelt werden und welche Infor-
mationen sind dazu erforderlich bzw. welche Randbedingungen müssen erfüllt sein?
Kernfrage 3 Wie sieht eine geeignete Architektur zur Umsetzung der Konzepte aus, die
sich aus Kernfrage 2 ergeben? Welche Anforderungen müssen die Komponenten der Ar-
chitektur erfüllen und wie können diese geeignet umgesetzt werden?
Kernfrage 4 Welche Anforderungen müssen der Kontextdienst sowie das adaptive WfMS
erfüllen, damit die Adaptionsschicht auf deren Basis automatisch alle validen Anpas-
sungsmöglichkeiten ermitteln und eine davon ausführen kann? Auf welche Weise müssen
diese Anforderungen umgesetzt werden, damit die Adaptionsschicht unabhängig von dem
Kontextdienst und dem adaptiven WfMS ist?
Auf Basis dieser Kernfragen und den zur Veranschaulichung aufgestellten Anwendungs-
fällen wurden Anforderungen an die Adaptionsschicht definiert. Zur Erfüllung dieser
Anforderungen und zur Beantwortung der Kernfragen wurden folgende Kernbeiträge
innerhalb dieser Arbeit entwickelt:
1. Ein Framework zur eindeutigen Spezifikation der Bedingungen unter denen ein
Workflow valide gegenüber einer Menge von Aktivitätsabhängigkeiten ist bzw.
unter denen eine Anpassung valide gegenüber einer zustandsbezogenen Ein-
schränkung ist (Abschnitt 5.2).
2. Algorithmen zur semantischen Analyse von Workflows nach allen Aktivitätsab-
hängigkeitstypen, die in dieser Arbeit betrachtet werden (Abschnitt 5.3).
3. Basisalgorithmen zur automatischen Anpassung von Workflows (Abschnitt 5.4).
4. Eine Spezifikation der Adaptionsschicht zur automatischen Berechnung und Aus-
führung aller validen Anpassungsmöglichkeiten (Kapitel 6).
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Framework zur Spezifikation der Validitätskriterien
Als Grundlage für die Analysealgorithmen und der Basisalgorithmen wurde ein Frame-
work entwickelt, welches eindeutig die betrachteten Aktivitätsabhängigkeiten und zu-
standsbezogenen Einschränkungen sowie die Bedingungen, unter denen ein Workflow
gegenüber diesen erfüllt ist, spezifiziert.
Durch die Unterstützung einer minimalen Menge an Workflow-Artefakten, die von einer
Vielzahl existierender Workflow-Sprachen berücksichtigt wird sowie der Verwendung
einer gängigen Semantik, wurde das Framework weitestmöglich sprachen bzw. technolo-
gieunabhängig definiert. So kann es zur Analyse einer Vielzahl existierender Ansätze
verwendet werden.
Das Framework basiert auf einem Workflow-Formalismus, der die Definition aller in
dieser Arbeit betrachteten Zustände ermöglicht, jedoch nicht auf diese beschränkt ist. Der
Formalismus wurde als spezialisiertes Fragment von Petri Netzen in einer anderen Nota-
tion beschrieben. Durch die Spezialisierung können bestehende Analyseverfahren von
Petri Netzen auch auf die in dieser Arbeit betrachteten Workflows angewendet werden.
Die angepasste Notation hat den Vorteil, dass sie im Gegensatz zu bestehenden Notatio-
nen eine einfachere Spezifikation der betrachteten Workflows sowie eine einfachere und
effizientere Validierung der Workflows nach Aktivitätsabhängigkeiten ermöglicht.
Basierend auf dem Workflow-Formalismus wurden zustandsbezogene Einschränkungen
und Aktivitätsabhängigkeiten sowie deren Eigenschaften definiert. Die Definition erfolgt
auf eine Weise, die es erlaubt, dass sowohl die zustandsbezogenen Einschränkungen als
auch die Aktivitätsabhängigkeiten einfach angepasst bzw. erweitert werden können und
unabhängig von der verwendeten Workflow-Sprache sind. Aufbauend auf der Definition
der Einschränkungen wurde definiert, unter welchen Bedingungen ein Workflow bzw.
eine Anpassung semantisch korrekt und damit valide gegenüber einer Menge von zu-
standsbezogenen Einschränkungen sowie einer Menge von Aktivitätsabhängigkeiten ist.
Das Framework bildet die Grundlage für die Algorithmen zur semantischen Validierung
von Workflows und den Basisalgorithmen zur automatischen Anpassung von Workflows.
Aufgrund seiner Sprachen- bzw. Technologieunabhängigkeit kann das Framework auch
als Grundlage zahlreicher anderer Anwendungen bzw. weiterführender zustandsbezoge-
ner Analyseverfahren verwendet werden.
Existierende Frameworks sind nicht ausreichend in der Lage, alle in dieser Arbeit be-
trachteten Zustände, zustandsbezogene Einschränkungen und Aktivitätsabhängigkeiten zu
spezifizieren.
Die Entwicklung des Frameworks bildet die Grundlage für die Beantwortung aller Kern-
fragen.
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Algorithmen zur semantischen Analyse von Workflows
Aufbauend auf dem Framework wurden Algorithmen zur Validierung von Workflows
nach den betrachteten Aktivitätsabhängigkeiten vorgestellt. Die Spezifikation der Algo-
rithmen erfolgt auf Basis der Workflow-Struktur. Dieser Ansatz verlangt im Gegensatz zu
Ansätzen, die auf der Berechnung aller Ausführungspfade basieren, einen erhöhten Auf-
wand für die Spezifikation der Algorithmen, da er nicht auf bestehende Ansätze aufbauen
kann. Er hat jedoch den Vorteil, dass er wesentlich effizienter umgesetzt werden kann.
Die Analysealgorithmen dienen in dieser Arbeit als Grundlage für die Basisalgorithmen
zur automatischen Anpassung von Workflows und damit zur Berechnung valider Anpas-
sungsmöglichkeiten bzw. zur Feststellung, ob das Löschen einer Aktivität zu einem vali-
den Workflow führt. Aufgrund ihrer Eigenständigkeit können sie jedoch auch als Grund-
lage weiterer (in dieser Arbeit nicht betrachteter) Ansätze und weiterführender Algorith-
men dienen.
Im Gegensatz zu bestehenden Analyseverfahren, berücksichtigen die entwickelten Analy-
sealgorithmen alle die in dieser Arbeit betrachteten Aktivitätsabhängigkeitstypen.
Mit der Entwicklung der Analysealgorithmen wurde die Kernfrage 1 beantwortet.
Basisalgorithmen zur automatischen Anpassung von Workflows
Aufbauend auf den Analysealgorithmen und dem Framework zur Spezifikation der Vali-
ditätskriterien wurden Basisalgorithmen zum automatischen Einfügen und Löschen von
Aktivitäten entwickelt. Ein Algorithmus berechnet alle validen Anpassungsmöglichkeiten
für den Fall, dass eine Kontextinformation das Einfügen einer Aktivität erfordert; ein
weiterer ermittelt für den Fall, dass eine Kontextinformation das Löschen einer Aktivität
erfordert, ob das Löschen dieser Aktivität zu einem validen Workflow führt.
Im Zusammenhang mit den Basisalgorithmen wurde gezeigt, wie unter Berücksichtigung
der erforderlichen Anpassung, die Anzahl der Aktivitätsabhängigkeiten, die von den Al-
gorithmen berücksichtigt werden muss, reduziert werden kann und wie damit die Effizi-
enz der Adaptionsschicht gesteigert werden kann.
Die vorgestellten Algorithmen dienen als Grundlage für die Spezifikation der Adaptions-
schicht. Aufgrund ihrer Eigenständigkeit können sie auch als Grundlage für weitere An-
sätze und Algorithmen dienen. So können sie beispielsweise die Basis für Ansätze zur
vollautomatischen Anpassung von Workflows und für Algorithmen zur Berechnung von
Anpassungsmöglichkeiten für höherwertige Anpassungen, wie zum Beispiel das Ver-
schieben und Ersetzen einer Aktivität, oder das Einfügen mehrerer Aktivitäten bilden.
Aktuelle Ansätze sind nicht ausreichend in der Lage, alle validen Anpassungsmöglichkei-
ten für eine Aktivität zu berechnen. Sie verfolgen hauptsächlich Strategien, in denen die
möglichen Anpassungspositionen bereits in das initiale Workflow-Modell integriert wer-
den – beispielsweise durch die Erstellung alternativer Pfade. Dies führt jedoch zu zahlrei-
chen unnötigen Modellerweiterungen und bietet keine Möglichkeit zur automatischen
ZUSAMMENFASSUNG UND AUSBLICK 239
Berechnung und Ausführung notwendiger struktureller Workflow-Anpassungen auf Basis
von Kontextinformationen.
Mit der Entwicklung der Basisalgorithmen wurde die Kernfrage 2 beantwortet.
Spezifikation der Adaptionsschicht
Auf Grundlage des Frameworks sowie der Analyse- und Basisalgorithmen wurde in Ka-
pitel 6 die Adaptionsschicht spezifiziert. Innerhalb der Spezifikation wurden schrittweise
die Architektur der Adaptionsschicht sowie der Anpassungsprozess zur Berechnung und
Ausführung aller validen Anpassungsmöglichkeiten beschrieben. Zudem wurden die
Komponenten der Architektur im Detail spezifiziert. Dabei wurde für jede Komponente
ihre Funktionsweise erläutert, beschrieben wie sie am geeignetsten umgesetzt werden
kann und eine angemessene Schnittstelle zur Interaktion mit anderen Komponenten defi-
niert.
Aufgrund der hohen Anzahl zu berücksichtigender Anforderungen war die Konzeption
des Aktivitätsabhängigkeitsmodells (zur Persistierung der zu berücksichtigenden Aktivi-
tätsabhängigkeiten) und des Anpassungsmodells (zur Persistierung der Abbildungen von
Kontextinformationen auf Kontextanpassungen) am aufwendigsten. Zur Umsetzung des
Aktivitätsabhängigkeitsmodells wurde ein neuartiger ontologiebasierter Ansatz entwi-
ckelt. Zur Umsetzung des Anpassungsmodells wurde ein Event Condition Action (ECA)
basierter Ansatz verwendet.
Die Adaptionsschicht wurde als eigenständige Schicht entwickelt, um die Verwaltung der
Anpassungslogik zu vereinfachen und die Anbindung bestehender adaptiver WfMS und
Kontextdienste zu ermöglichen. Durch die Spezifikation dedizierter Modelle für die Akti-
vitätsabhängigkeiten, zustandsbezogenen Einschränkungen und Abbildungen, können
diese einfach verwaltet und während des Anpassungsprozesses angepasst werden. So
können neue Abbildungen, zustandsbezogene Einschränkungen und Aktivitätsabhängig-
keiten, die während des Anpassungsprozesses entstehen, unmittelbar berücksichtigt wer-
den.
Weiterhin wurden innerhalb der Spezifikation die Randbedingungen beschrieben, welche
von Kontextdiensten bzw. adaptiven WfMS erfüllt werden müssen, um von der Adapti-
onsschicht angebunden werden zu können. Damit möglichst viele dieser Systeme an die
Adaptionsschicht angebunden werden können, wurden die Randbedingungen so spezifi-
ziert, dass sie vom Großteil der existierenden adaptiven WfMS und Kontextdienste erfüllt
werden bzw. diese ohne größeren Aufwand dahingehend erweitert werden können.
Mit der Spezifikation der Adaptionsschicht wurde die Grundlage für eine effiziente Im-
plementierung der Adaptionsschicht gelegt und die Kernfragen 3 und 4 beantwortet.
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Validierung
Im letzten Teil dieser Arbeit wurden die entwickelten Konzepte und Algorithmen in drei
Schritten validiert. Im ersten Schritt der Validierung wurde eine prototypische Implemen-
tierung der Adaptionsschicht vorgestellt. Der Prototyp umfasst alle Komponenten der
Adaptionsschicht und unterstützt bis auf die eigentliche Ausführung der berechneten An-
passungsmöglichkeiten jeden Schritt des Anpassungsprozesses. Mit der Entwicklung des
Prototyps wurde gezeigt, dass die entwickelten Konzepte implementiert werden können.
Im zweiten Schritt der Validierung wurde der entwickelte Ansatz zur Berechnung aller
validen Anapassungsmöglichkeiten auf Basis der beiden Anwendungsfälle aus den Do-
mänen Katastrophenmanagement und Gesundheitswesen demonstriert. Dazu wurden 20
Testfälle entwickelt und mit Hilfe des implementierten Prototyps ausgeführt. Die Testfäl-
le decken den gesamten Anpassungsprozess ab. Mit dieser testfallbasierten Validierung
wurde gezeigt, dass der entwickelte Ansatz zur Berechnung und Ausführung aller validen
Anpassungsmöglichkeiten in verschiedenen Anwendungsfällen eingesetzt werden und
damit zur Problemlösung in unterschiedlichen Domänen beitragen kann. Zudem hat er die
Funktionsfähigkeit des entwickelten Prototyps für die betrachteten Anwendungsfälle
belegt. Weiterhin hat diese Validierung gezeigt, dass der entwickelte Ansatz im Vergleich
zum gegenwärtig ausgeführten manuellen Ansatz wirtschaftlicher ist, mehr Anpas-
sungsmöglichkeiten berechnet und die Korrektheit der Anpassungsmöglichkeiten im
Rahmen der betrachteten Anwendungsfälle sicherstellt. Auf Basis der manuellen Berech-
nung können speziell für umfangreiche Workflows, die die Berücksichtigung einer hohen
Anzahl an Aktivitätsabhängigkeiten erfordern, maximal einige wenige Anpassungsmög-
lichkeiten manuell ermittelt werden. Dabei ist jedoch nicht auszuschließen, dass die am
besten geeignete Anpassungsmöglichkeit nicht gefunden wird oder Fehler bei der Vali-
dierung gemacht werden. Dies zeigt, dass ein Ansatz zur automatischen Berechnung aller
validen Anpassungsmöglichkeiten sinnvoll ist und bezüglich der Anzahl und Korrektheit
der berechneten Anpassungsmöglichkeiten einen Mehrwert gegenüber der aktuell ausge-
führten manuellen Berechnung ergibt.
Im dritten Schritt der Validierung wurde die Performance des entwickelten Ansatzes ana-
lysiert. Dazu wurde zunächst die theoretische Komplexität der entwickelten Algorithmen
ermittelt. Daraufhin wurden auf Basis der beiden Anwendungsfälle und des Prototyps
eine Reihe von Performancemessungen durchgeführt und analysiert. Die Analyse hat
ergeben, dass die entwickelten Konzepte effizient implementiert werden können. Weiter-
hin hat sie gezeigt, dass auf Basis der Konzepte alle validen Anpassungsmöglichkeiten
schneller als beim gegenwärtig ausgeführten manuellen Ansatz berechnet werden können.
8.2 Ausblick auf zukünftige Arbeiten
Im Folgenden werden aufbauend auf den in dieser Arbeit erzielten Ergebnissen einige
weitere Fragestellungen und Forschungsthemen beschrieben.
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Der entwickelte Ansatz zur automatischen Berechnung und Ausführung von Anpas-
sungsmöglichkeiten unterstützt mit dem Einfügen und Löschen einer Aktivität die grund-
legenden Anpassungsoperationen. Darauf aufbauend können zukünftig erweiterte Anpas-
sungsoperationen, wie beispielsweise zum Verschieben oder Austauschen einer Aktivität
oder zum Einfügen oder Löschen mehrere Aktivitäten, erstellt werden. Das Verschieben
und Austauschen einer Aktivität kann durch die Konkartenation einer Operation zum
Löschen und Einfügen einer Aktivität umgesetzt werden. Das Einfügen und Löschen
mehrerer Aktivitäten ist komplexer. Hierbei muss zusätzlich der Zusammenhang zwi-
schen den einzufügenden Aktivitäten und die deren Einfügungsreihenfolge berücksichtigt
werden.
Der entwickelte Ansatz warnt den Anwender, wenn eine Kontextanpassung aufgrund
verletzter Aktivitätsabhängigkeiten oder zustandsbezogener Einschränkungen nicht aus-
geführt werden kann. Von da an obliegt es dem Anwender, die Verletzung aufzuheben.
Eine Systemunterstützung bei der Auflösung von Konflikten, oder gar ihre automatische
Behebung, ist nicht Bestandteil dieser Arbeit. Sie wäre jedoch wünschenswert, da dies
den Auflösungsprozess beschleunigen würde. Denkbar wäre beispielsweise ein Ansatz,
der dem Anwender einen Vorschlag für eine Umstrukturierung des Workflows macht,
nach der der Workflow unter Berücksichtigung aller Einschränkungen angepasst werden
kann.
Die Evaluierung der berechneten Anpassungsmöglichkeiten bietet ebenfalls eine Mög-
lichkeit den entwickelten Ansatz zu erweitern. Aktuell liegt es in der Verantwortung des
Anwenders die geeignetste der von der Adaptionsschicht berechneten Anpassungsmög-
lichkeiten zur Ausführung auszuwählen. Der aktuelle Ansatz unterscheidet nicht zwi-
schen den „Qualitäten“ der Anpassungsmöglichkeiten. Um die Arbeit des Anwenders zu
erleichtern, könnte daher ein Ansatz zur Evaluierung der Anpassungsmöglichkeiten ent-
wickelt werden. Dieser kann beispielsweise auf Basis domänenspezifischer Kriterien
und/oder Prioritäten die ermittelten Anpassungsmöglichkeiten bewerten und dem An-
wender die geeignetsten Anpassungen vorschlagen. Dies würde die Qualität der Anpas-
sung verbessern. Ist der Ansatz in der Lage, die geeignetste Anpassungsmöglichkeit zu
ermitteln,  kann auf  seiner  Basis  sowie auf  Basis  der  in  dieser  Arbeit  entwickelten Kon-
zepte ein neuer Ansatz zur vollautomatischen Anpassung von Workflows erstellt werden.
In dieser Arbeit werden ausschließlich strukturelle Anpassungen von Workflows berück-
sichtig. Anpassungen auf Datenebene werden nicht betrachtet, da sie bereits von existie-
renden Systemen unterstützt werden. Die Integration dieser Systeme in den entwickelten
Ansatz bildet jedoch einen interessanten Ansatz für zukünftige Arbeiten. So kann der
entwickelte Ansatz beispielsweise dahingehend erweitert werden, dass er auf Basis von
Kontextinformationen Ein- und Ausgabeparameter der Aktivitäten anpasst oder neue
Daten dem Workflow hinzufügt bzw. aus diesem löscht. Analog zu strukturellen Anpas-
sungen müssen bei der Anpassung auf Datenebene auch Abhängigkeiten und Einschrän-
kungen zwischen den Parametern bzw. Daten sowie ihren Typen berücksichtig werden.
So wäre ein Szenario denkbar, in dem eine Aktivität nur dann ausgeführt werden kann,
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wenn ihre vom Vorgängerknoten erhaltenen Eingabeparameter einen bestimmten
Schwellwert überschreiten.
Diese Arbeit fokussiert die grundlegenden Workflow-Artefakte, die von einem Großteil
der bestehenden Workflow-Sprachen und Systemen unterstützt werden. In Zukunft könn-
te dieser Fokus auf Schleifen erweitert werden. Dadurch würde die Anzahl der berück-
sichtigenden Workflow-Sprachen erweitert werden. Damit von dem entwickelten Ansatz
zyklische Workflows berücksichtig werden können, müssten zunächst die unterstützten
Schleifenarten bzw. Schleifenmuster [RHvdAM06] spezifiziert werden. Je nach Art der
Umsetzung der Schleife, müssten daraufhin der Workflow-Formalismus bzw. die
Workflow-Syntax und die Workflow-Semantik angepasst werden. Zusätzlich müssten die
Analysealgorithmen grundlegend verändert werden. Aufgrund der Möglichkeit, Schleifen
beliebig oft durchlaufen zu können, wäre es nicht weiter möglich, die Analyse allein auf
Basis der Berechnung von Vorgänger- und Nachfolgeknoten durchzuführen. Es müssten
weitere Ansätze wie beispielsweise die Dekomposition von Workflows [CZ05] zur Besei-
tigung von Schleifen in den Algorithmus integriert werden. Daher würde die Berücksich-
tigung von Schleifen zwar die Mächtigkeit des Ansatzes verbessern, jedoch seine Kom-
plexität verschlechtern. Zudem wäre neben der Anpassung des Formalismus und der Ana-
lysealgorithmen auch die Anpassung der Basisalgorithmen notwendig, da durch die Be-
rücksichtigung von Schleifen neue Anpassungsmöglichkeiten für Aktivitäten entstünden.
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Anhang I: Modellierung der in Unterabschnitt 5.2.1.2
vorgestellten Typen von Aktivitätsabhängigkeiten als
LTL-Formel
Definition (LTL-Formel):
Sei ? die Menge aller Zustände eines Zustandsautomaten. Eine LTL-Formel über ? ist
definiert als:
- ? ? ? ist eine LTL-Formel.
- Wenn ? eine LTL-Formel ist, dann auch ¬ ?.
- Wenn ? und ? LTL-Formeln sind, dann auch ?? ? ?, ?? ? ?, ? ? ?, ?? ? ?.
- Wenn ? eine LTL-Formel ist, dann auch ??, ?? und ??.
- Wenn ? und ? LTL-Formeln sind, dann auch ???.
Bei G, X, F und U handelt es sich um temporale Operatoren mit folgender Bedeutung:
- ?? : ? ist für den nächsten Zustand erfüllt.
- ?? : ? ist immer erfüllt.
- ?? : ? ist irgendwann in der Zukunft erfüllt.
- ??? : ? ist erfüllt bis ? erfüllt ist.
Im Folgendem wird gezeigt, wie mit Hilfe einer LTL ein Teil der in dieser Arbeit be-
trachteten Typen von temporalen Abhängigkeiten (siehe Unterabschnitt 5.2.1.2) spezifi-
ziert und gegen einen Zustandsautomaten validiert werden kann:
- ?? ????????????? ?? ? ?(? ? ???)
- ?? ???????????? ?? ? ?(?? ? ??)
- ?? ??????????????????? ?? ? ?(? ? ???)
- ?? ?????????????????? ?? ? ?(?? ? ??)
- ?? ???????????????? ?? ? ? ¬(? ? ??)
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Anhang II: Transformation der betrachteten Workflows
in Petri Netze
An dieser Stelle wird informal gezeigt, dass es sich bei dem in Definition 5-1 und Defini-
tion 5-2 spezifizierten Formalismus um ein spezialisiertes Fragment von Petri Netzen
handelt. Dazu wird gezeigt, wie der Formalismus in ein äquivalentes Petri Netz transfor-
miert werden kann. Definition 5-5 ist dazu nicht ausreichend, da die aus ihr resultierenden
Petri Netze nicht die Spezifikation jeder der betrachteten Zustände (siehe Definition 5-16)
unterstützt. Durch die Verwendung der Black Box Semantik ignorieren sie die Zustände
in_Ausführung und angehalten. Alle anderen Zustände können nach dem selben Konzept
wie in Definition 5-16 modelliert werden, wenn man davon ausgeht, dass die Token nicht
auf die Kanten selber, sondern wie in Petri Netzen üblich, in Stellen zwischen Kanten
gelegt werden. Folgende Tabelle zeigt, wie alle der betrachten Workflow-Knoten sowie
deren Zustände, auch in Form eines Petri Netzes modelliert werden könnten. Kerngedan-
ke dieses Ansatzes ist es, jeden Workflow-Knoten (außer den StartNode und den EndNo-
de) auf eine Transition (gestricheltes Rechteck) abzubilden, wobei jede Transition einem
Sub-Petri Netz entspricht. Jede Stelle des Sub-Peri Netzes repräsentiert dabei einen Zu-
stand der zugehörigen Transition bzw. Aktivität. Die Zustände nicht_Aktiv und über-
sprungen werden wie auch in Definition 5-16 nicht direkt aus der Token Belegung des



























Anhang III: Vergleich der Petri Netz Notation mit der be-
trachteten Workflow-Notation
Die im Folgenden dargestellten Abbildungen zeigen zwei äquivalente Workflows. In der
ersten Abbildung erfolgt die Spezifikation des Workflows in der Petri Netz Notation (sie-
he Unterabschnitt 2.2.2). In der zweiten Abbildung wird der Workflow in der in dieser
Arbeit betrachteten Notation (siehe Definition 5-1 und Abbildung 5-4) modelliert.
Petri Netz
















































Anhang V: Testfälle für die Validierung
TF-01: Spezifikation der Aktivitätsabhängigkeiten
Beschreibung Als Voraussetzung für die Berechnung aller validen Anpassungsmöglich-
keiten durch die Adaptation Engine werden die für die betrachtete Domäne relevanten
Aktivitätsabhängigkeiten im Aktivitätsabhängigkeitsmodell spezifiziert.
Vorbedingung  Verfügbarkeit aller relevanten Aktivitätsabhängigkeiten.
Nachbedingung Alle relevanten Aktivitätsabhängigkeiten wurden spezifiziert und das
Aktivitätsabhängigkeitsmodell ist valide gegenüber den geltenden Eigenschaften für Ak-
tivitätsabhängigkeitstypen.
Erfüllungsgrad  Das System erfüllt den Testfall.
TF-02: Spezifikation der zustandsbezogenen Einschränkungen
Beschreibung  Als weitere Voraussetzung für die Berechnung aller validen Anpas-
sungsmöglichkeiten (neben der Spezifikation der Aktivitätsabhängigkeiten) werden die
zu berücksichtigenden zustandsbezogenen Einschränkungen im Zustandseinschrän-
kungsmodell spezifiziert.
Vorbedingung  Verfügbarkeit aller zustandsbezogenen Einschränkungen.
Nachbedingung  Alle zu berücksichtigenden zustandsbezogenen Einschränkungen wur-
den spezifiziert und entsprechen den Eigenschaften des eingesetzten adaptiven WfMS.
Erfüllungsgrad  Das System erfüllt den Testfall.
TF-03: Spezifikation der Regeln zur Abbildungen von Kontextinformationen
auf Anpassungen
Beschreibung  Als weitere Voraussetzung für die Berechnung aller validen Anpas-
sungsmöglichkeiten wird spezifiziert, welche Kontextinformation unter welcher Bedin-
gung welche Kontextanpassung erfordert. Sind im Anpassungsmodell keine Abbildungen
spezifiziert, können keine Anpassungsmöglichkeiten berechnet werden.
Vorbedingung  Verfügbarkeit aller Abbildungen.
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Nachbedingung  Alle zu berücksichtigenden Abbildungen wurden spezifiziert. Jede
Kontextinformation erfordert genau eine Anpassung auf genau einen Workflow-Typ.
Erfüllungsgrad  Das System erfüllt den Testfall teilweise. (Die Sicherstellung der zwei-
ten Nachbedingung wird vom System nicht unterstützt.)
TF-04: Empfang und Verarbeitung eines Initial-Workflow-Events
Beschreibung  Die Berechnung der validen Anpassungsmöglichkeiten erfolgt auf Basis
von erweiterten Workflow-Modellen. Diese werden vom Workflow Model Manager ge-
pflegt und beschreiben neben der Struktur auch den aktuellen Ausführungszustand der
zugehörigen Workflow-Instanz, welche im adaptiven WfMS ausgeführt wird. Vorausset-
zung zur Pflege der Modelle ist, dass das adaptive WfMS dem Workflow Model Manager
zu jeder neu geladenen Instanz das zugehörige initiale Workflow-Modell (aus dem die
Instanz erstellt wurde) zuschickt und dieses im Workflow Model Repository gespeichert
wird.
Vorbedingung  Der Listener des Workflow Model Managers wurde gestartet. Es befin-
det sich im Workflow Model Repository noch kein Workflow mit der ID des initialen
Workflows.
Nachbedingung  Der initiale Workflow ist syntaktisch und semantisch gegenüber allen
relevanten Aktivitätsabhängigkeiten valide. Für den initialen Workflow wurde ein neuer
Eintrag im Workflow Model Repository angelegt.
Erfüllungsgrad  Das System erfüllt den Testfall.
TF-05: Empfang und Verarbeitung eines Update-Events
Beschreibung  In Testfall TF-04 wird ein initiales Workflow-Modell empfangen und
gespeichert. Um das Modell im Workflow Model Repository konsistent mit der zugehö-
rigen ausgeführten Instanz zu halten, wird es auf Basis von Update-Events aktualisiert.
Vorbedingung Das vom Update betroffene Workflow-Modell befindet sich im
Workflow Model Repository.
Nachbedingung  Das vom Update betroffene Workflow-Modell ist konsistent mit der
zughörigen Workflow-Instanz.
Erfüllungsgrad  Das System erfüllt den Testfall.
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TF-06: Empfang einer Kontextinformation
Beschreibung Der Anpassungsprozess wird durch den Empfang einer Kontextinformati-
on, die vom Kontextdienst an die Adaptionsschicht per publish/subscribe gesendet wird,
eingeleitet.
Vorbedingung  Bei der Kontextinformation handelt es sich um eine relevante Kontextin-
formation, die die Anpassung eines Workflows bedeuten kann. Die Kontextinformation
entspricht dem in Listing 6-1 dargestellten Format.
Nachbedingung  Die Adaptionsschicht verfügt über eine relevante Kontextinformation.
Erfüllungsgrad  Das System erfüllt den Testfall.
TF-07: Abbildung einer Kontextinformation auf eine Kontextanpassung
Beschreibung Um zu ermitteln, welche Anpassung die in Testfall TF-06 empfangene
Kontextinformation an welchen Workflows erfordert, bildet die Adaptation Engine diese
mit Hilfe des Anpassungsmodells und des AM Managers auf einer Kontextanpassung ab.
Vorbedingung  Die Adaptation Engine hat eine relevante Kontextinformation empfan-
gen. Die Kontextinformation erfordert eine Kontextanpassung.
Nachbedingung  Die Adaptation Engine verfügt über eine Kontextanpassung.
Erfüllungsgrad  Das System erfüllt den Testfall.
TF-08: Ermittlung betroffener Workflows
Beschreibung  Die in Testfall TF-07 ermittelte Kontextanpassung spezifiziert, welche
Workflow-Typen von der Anpassung betroffen sind. Zur Überprüfung, ob eine geladene
oder laufende Workflow-Instanz von der Anpassung betroffen ist, ermittelt die Adaptati-
on Engine über den Workflow Model Manager alle im Workflow Model Repository hin-
terlegten Workflow-Modelle, die einem der spezifizierten Typen entsprechen.
Vorbedingung Die Kontextanpassung erfordert die Anpassung einer geladenen oder
laufenden Workflow-Instanz.
Nachbedingung  Die Adaption Engine hat alle von der Kontextanpassung betroffenen
Workflows bzw. die zugehörigen Modelle geladen.
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Erfüllungsgrad  Das System erfüllt den Testfall.
TF-09: Ermittlung aller zu berücksichtigenden Aktivitätsabhängigkeiten
Beschreibung  Bei der Berechnung der validen Anpassungsmöglichkeiten für eine Kon-
textanpassung müssen in der Regel nicht alle im Aktivitätsabhängigkeitsmodell spezifi-
zierten Aktivitätsabhängigkeiten berücksichtigt werden (siehe Unterabschnitt 5.4.3). Ab-
hängig von der Art der Anpassung sowie bestehender Abhängigkeiten ermittelt die Adap-
tion Engine daher vor der Berechnung alle zu berücksichtigenden Aktivitätsabhängigkei-
ten.
Vorbedingung  - keine -
Nachbedingung  Die Adaption Engine verfügt über die Menge der bei der Berechnung
aller validen Anpassungsmöglichkeiten zu berücksichtigenden Aktivitätsabhängigkeiten.
Erfüllungsgrad  Das System erfüllt den Testfall.
TF-10: Berechnung aller relevanten Knotenpaare
Beschreibung  Zur Berechnung aller validen Anpassungsmöglichkeiten ermittelt die
Adaptation Engine die Menge aller Knoten Paare (?,?) des anzupassenden Workflows für
die gilt: ? ist ein Vorgängerknoten von ?, oder ? und ? liegen auf unterschiedlichen
Zweigen einer Verzweigung oder ? und ? sind identisch (siehe Unterabschnitt 5.4.1.2).
Vorbedingung Die Adaption Engine verfügt über das Modell der Workflow-Instanz, die
von der Anpassung betroffen ist.
Nachbedingung Die Adaptation Engine verfügt über die Menge aller relevanten Knoten-
paare.
Erfüllungsgrad  Das System erfüllt den Testfall.
TF-11: Überprüfung der Erfüllung von zustandsbezogenen Einschränkun-
gen
Beschreibung  Ein wesentlicher Bestandteil des Anpassungsprozess ist die Überprüfung,
ob eine Anpassungsmöglichkeit valide gegenüber den zu berücksichtigenden zustandsbe-
zogenen Einschränkungen ist. Dies erfolgt über eine Anfrage an den ZEM Manager unter
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der Angabe der auszuführenden Anpassung, den Typ des Knotens, der gelöscht werden
soll, bzw. vor dem eine Aktivität eingefügt werden soll und seinem Zustand.
Vorbedingung  Die auszuführenden Anpassung, der Typ des Knotens, der gelöscht wer-
den soll, bzw. vor dem eine Aktivität eingefügt werden soll und sein Zustand ist bekannt.
Nachbedingung Die Adaptation Engine weiß, ob die Menge der zu berücksichtigenden
zustandsbezogenen Einschränkungen die Ausführung der Anpassung erlaubt.
Erfüllungsgrad  Das System erfüllt den Testfall.
TF-12: Validierung eines Workflow-Modells nach Aktivitätsabhängigkeiten
Beschreibung  Zur Sicherstellung der semantischen Validität einer Anpassungsmöglich-
keit überprüft die Adaptation Engine, ob ein Workflow-Model auf dem die Anpassungs-
möglichkeit ausgeführt wurde, semantisch valide gegenüber den in Testfall TF-09 ermit-
telten relevanten Aktivitätsabhängigkeiten ist.
Vorbedingung  Verfügbarkeit der relevanten Aktivitätsabhängigkeiten und des angepass-
ten Workflow-Modells.
Nachbedingung  Wissen darüber, ob das anpasste Workflow-Modell valide gegenüber
den Aktivitätsabhängigkeiten ist.
Erfüllungsgrad  Das System erfüllt den Testfall.
TF-13: Transformation eines Workflows in ein Petri Netz
Beschreibung  Eine Anpassungsmöglichkeit kann nur dann auf einer Workflow-Instanz
ausgeführt werden, wenn sie semantisch und syntaktisch valide ist. Als Voraussetzung
zur Überprüfung der syntaktischen Validität (Soundness) transformiert die Adaptation
Engine ein Workflow-Model, auf dem die Anpassungsmöglichkeiten ausgeführt wurde,
in ein Petri Netz nach Definition 5-5.
Vorbedingung  Verfügbarkeit des angepassten Workflow-Modells.
Nachbedingung  Verfügbarkeit des Petri Netzes, welches nach Definition 5-5 aus dem
Modell erstellt wurde.
Erfüllungsgrad: Das System erfüllt den Testfall.
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TF-14: Soundness Validierung eines Petri Netzes
Beschreibung  Für das in Testfall TF-13 erstellte Petri Netz wird zur Sicherstellung der
syntaktischen Validität des zugehörigen Workflows mit Hilfe des Syntax-Analyzers
überprüft, ob es sound ist.
Vorbedingung  Verfügbarkeit eines Petri Netzes, das die Eigenschaften eine Wf-Netzes
erfüllt.
Nachbedingung  Wissen darüber, ob das Petri Netz bzw. Wf-Netz sound ist.
Erfüllungsgrad  Das System erfüllt den Testfall.
TF-15: Erstellung einer Anpassungsmöglichkeit
Beschreibung  Wurde innerhalb des Berechnungsprozesse eine valide Anpassungsmög-
lichkeit ermittelt, wird diese von der Adaptation Engine der Menge der validen Anpas-
sungsmöglichkeiten hinzugefügt.
Vorbedingung  Es wurde eine valide Anpassungsmöglichkeit von der Engine berechnet.
Nachbedingung Die Anpassungsmöglichkeit wurde der Menge der validen Anpas-
sungsmöglichkeiten hinzugefügt.
Erfüllungsgrad  Das System erfüllt den Testfall.
TF-16: Auswahl einer Anpassungsmöglichkeit
Beschreibung  Für den Fall, dass von der Engine mindestens eine valide Anpassungs-
möglichkeit auf Basis einer Kontextinformation berechnet wurde, fordert sie nach der
Berechnung den Anwender dazu auf, eine der Anpassungsmöglichkeiten zur Ausführung
auszuwählen.
Vorbedingung  Mindestens eine valide Anpassungsmöglichkeit wurde von der Engine
berechnet.
Nachbedingung  Eine der berechneten Anpassungsmöglichkeiten wurde vom Anwender
zur Ausführung ausgewählt.
Erfüllungsgrad  Das System erfüllt den Testfall.
ANHANG 271
TF-17: Bestätigung des Löschens
Beschreibung  Für den Fall, dass eine Kontextinformation das Löschen einer Aktivität
aus einem Workflow erfordert, ermittelt die Adaptation Engine, ob das Löschen der Akti-
vität valide ist und damit den betroffenen Workflow in einen validen Workflow überführt.
Ist dies der Fall, fordert die Engine den Anwender dazu auf, die Ausführung der Lö-
schung zu bestätigen bzw. diese anzulehnen.
Vorbedingung  Das Löschen der Aktivität transformiert den Workflow in einen validen
Workflow.
Nachbedingung  Das Löschen der Aktivität wurde vom Anwender bestätigt oder abge-
lehnt.
Erfüllungsgrad  Das System erfüllt den Testfall.
TF-18: Ausführung der Anpassung
Beschreibung  Die vom Anwender ausgewählte Anpassungsmöglichkeit bzw. die bestä-
tigte Löschung einer Aktivität wird von der Engine mit Hilfe des adaptiven WfMS auf
der betroffenen Workflow-Instanz ausgeführt.
Vorbedingung  Auswahl einer Anpassungsmöglichkeit oder Bestätigung zur Ausführung
einer Löschung.
Nachbedingung  Die betroffene Workflow-Instanz wurde erfolgreich angepasst.
Erfüllungsgrad  Das System erfüllt den Testfall teilweise. (Der WFMS-Emulator stellt
die notwendigen Schnittstellen zur Verfügung. Diese sind jedoch nicht implementiert).
TF-19: Aktualisierung eines Workflow-Modells im Workflow Model Reposi-
tory
Beschreibung  Um die Konsistenz zwischen den Workflow-Instanzen und den zugehöri-
gen erweiterten Workflow-Modellen im Workflow Model Repository zu gewährleisten,
aktualisiert die Adaption Engine nach der Ausführung einer Anpassung auf einer
Workflow-Instanz das zugehörige Workflow Modell.
Vorbedingung  Eine Workflow-Instanz wurde über ein adaptives WfMS von der Adapti-
onsschicht angepasst.
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Nachbedingung  Das zugehörige Workflow-Modell ist konsistent mit der angepassten
Instanz.
Erfüllungsgrad  Das System erfüllt den Testfall.
TF-20: Warnung des Anwenders
Beschreibung  Berechnet die Adaptation Engine keine valide Anpassungsmöglichkeit
oder ermittelt, dass das Löschen einer Aktivität nicht valide ist, warnt sie den Anwender.
Vorbedingung  Es wurden keine validen Anpassungsmöglichkeiten berechnet, oder das
Löschen einer Aktivität ist nicht valide.
Nachbedingung  Der Anwender wurde gewarnt.
Erfüllungsgrad  Das System erfüllt den Testfall.
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5:   <rdf:type rdf:resource="&owl;IrreflexiveProperty"/>
6:   <rdf:type rdf:resource="&owl;SymmetricProperty"/>
7:   <rdfs:domain rdf:resource="#Aktivitaet"/>
8:   <rdfs:range rdf:resource="#Aktivitaet"/>
9:   <owl:propertyDisjointWith rdf:resource="#directSerialAfter"/>
10:   <owl:propertyDisjointWith rdf:resource="#directSerialBefore"/>
11:   <owl:propertyDisjointWith rdf:resource="#mutualExclusion"/>
12:   <owl:propertyDisjointWith rdf:resource="#serialAfter"/>
13:   <owl:propertyDisjointWith rdf:resource="#serialBefore"/>
14: </owl:ObjectProperty>
15: <owl:ObjectProperty rdf:about="#directSerialAfter">
16:   <rdf:type rdf:resource="&owl;AsymmetricProperty"/>
17:   <rdf:type rdf:resource="&owl;IrreflexiveProperty"/>
18:   <rdfs:domain rdf:resource="#Aktivitaet"/>
19:   <rdfs:range rdf:resource="#Aktivitaet"/>
20:   <owl:propertyDisjointWith rdf:resource="#directSerialBefore"/>
21:   <owl:propertyDisjointWith rdf:resource="#mutualExclusion"/>
22:   <owl:propertyDisjointWith rdf:resource="#serialAfter"/>
23:   <owl:propertyDisjointWith rdf:resource="#serialBefore"/>
24: </owl:ObjectProperty>
25: <owl:ObjectProperty rdf:about="#directSerialBefore">
26:   <rdf:type rdf:resource="&owl;AsymmetricProperty"/>
27:   <rdf:type rdf:resource="&owl;IrreflexiveProperty"/>
28:   <rdfs:domain rdf:resource="#Aktivitaet"/>
29:   <rdfs:range rdf:resource="#Aktivitaet"/>
30:   <owl:inverseOf rdf:resource="#directSerialAfter"/>
31:   <owl:propertyDisjointWith rdf:resource="#mutualExclusion"/>
32:   <owl:propertyDisjointWith rdf:resource="#serialAfter"/>
33:   <owl:propertyDisjointWith rdf:resource="#serialBefore"/>
34: </owl:ObjectProperty>
35: <owl:ObjectProperty rdf:about="#mutualExclusion">
36:   <rdf:type rdf:resource="&owl;IrreflexiveProperty"/>
37:   <rdf:type rdf:resource="&owl;SymmetricProperty"/>
38:   <rdfs:domain rdf:resource="#Aktivitaet"/>
39:   <rdfs:range rdf:resource="#Aktivitaet"/>
40:   <owl:propertyDisjointWith rdf:resource="#require"/>
41:   <owl:propertyDisjointWith rdf:resource="#serialAfter"/>
42:   <owl:propertyDisjointWith rdf:resource="#serialBefore"/>
43: </owl:ObjectProperty>
44: <owl:ObjectProperty rdf:about="#require">
45:   <rdf:type rdf:resource="&owl;AsymmetricProperty"/>
46:   <rdf:type rdf:resource="&owl;IrreflexiveProperty"/>
47:   <rdfs:range rdf:resource="#Aktivitaet"/>
48:   <rdfs:domain rdf:resource="#Aktivitaet"/>
49: </owl:ObjectProperty>
50: <owl:ObjectProperty rdf:about="#serialAfter">
51:   <rdf:type rdf:resource="&owl;AsymmetricProperty"/>
52:   <rdf:type rdf:resource="&owl;IrreflexiveProperty"/>
53:   <rdf:type rdf:resource="&owl;TransitiveProperty"/>
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54:   <rdfs:domain rdf:resource="#Aktivitaet"/>
55:   <owl:propertyDisjointWith rdf:resource="#serialBefore"/>
56: </owl:ObjectProperty>
57: <owl:ObjectProperty rdf:about="#serialBefore">
58:   <rdf:type rdf:resource="&owl;AsymmetricProperty"/>
59:   <rdf:type rdf:resource="&owl;IrreflexiveProperty"/>
60:   <rdf:type rdf:resource="&owl;TransitiveProperty"/>
61:   <rdfs:range rdf:resource="#Aktivitaet"/>






68:   <serialAfter rdf:resource="#bezirksregierung_informieren"/>
69:   <require rdf:resource="#bezirksregierung_informieren"/>
70:   <require rdf:resource="#festlegung_des_evkGebietes"/>
71:   <serialAfter rdf:resource="#festlegung_des_evkGebietes"/>
72:   <serialAfter rdf:resource="#lage_erkunden"/>




77:   <serialAfter rdf:resource="#sicherung_und_kontrolle"/>
78:   <require rdf:resource="#transport"/>
79:   <serialAfter rdf:resource="#transport"/>




84:   <mutualExclusion rdf:resource="#kurzfristige_unterbringung"/>
85:   <serialAfter rdf:resource="#sicherung_und_kontrolle"/>
86:   <serialAfter rdf:resource="#transport"/>
87:   <require rdf:resource="#transport"/>
88:   <serialAfter rdf:resource="#verschaerfte_sicherung_und_kontrolle"/>
89: </rdf:Description>
90: <rdf:Description rdf:about="#sicherung_und_kontrolle">
91:   <serialAfter rdf:resource="#bezirksregierung_informieren"/>
92:   <require rdf:resource="#bezirksregierung_informieren"/>
93:   <serialAfter rdf:resource="#festlegung_des_evkGebietes"/>




98:   <require rdf:resource="#bezirksregierung_informieren"/>
99:   <serialAfter rdf:resource="#bezirksregierung_informieren"/>
100:   <serialAfter rdf:resource="#festlegung_des_evkGebietes"/>
101:   <require rdf:resource="#festlegung_des_evkGebietes"/>




1: <?xml version="1.0" encoding="UTF-8"?>
2: <stateRelatedConstraintModel">
3: <stateRelatedConstraint>
4:   <operation>insert</operation>
5:   <nodeType>task</nodeType>




9:   <operation>insert</operation>
10:   <nodeType>task</nodeType>
11:   <state>running</state>
12: </stateRelatedConstraint>
13: <stateRelatedConstraint>
14:   <operation>insert</operation>
15:   <nodeType>task</nodeType>
16:   <state>suspended</state>
17: </stateRelatedConstraint>
18: <stateRelatedConstraint>
19:   <operation>insert</operation>
20:   <nodeType>task</nodeType>
21:   <state>skipped</state>
22: </stateRelatedConstraint>
23: <stateRelatedConstraint>
24:   <operation>insert</operation>
25:   <nodeType>task</nodeType>
26:   <state>completed</state>
27: </stateRelatedConstraint>
28: <stateRelatedConstraint>
29:   <operation>delete</operation>
30:   <nodeType>task</nodeType>
31:   <state>activated</state>
32: </stateRelatedConstraint>
33: <stateRelatedConstraint>
34:   <operation>delete</operation>
35:   <nodeType>task</nodeType>
36:   <state>running</state>
37: </stateRelatedConstraint>
38: <stateRelatedConstraint>
39:   <operation>delete</operation>
40:   <nodeType>task</nodeType>
41:   <state>suspended</state>
42: </stateRelatedConstraint>
43: <stateRelatedConstraint>
44:   <operation>delete</operation>
45:   <nodeType>task</nodeType>
46:   <state>skipped</state>
47: </stateRelatedConstraint>
48: <stateRelatedConstraint>
49:   <operation>delete</operation>
50:   <nodeType>task</nodeType>
51:   <state>completed</state>
52: </stateRelatedConstraint>
53: <stateRelatedConstraint>
54:   <operation>insert</operation>
55:   <nodeType>startNode</nodeType>
56:   <state>notActivated</state>
57: </stateRelatedConstraint>
58: <stateRelatedConstraint>
59:   <operation>insert</operation>
60:   <nodeType>startNode</nodeType>
61:   <state>completed</state>
62: </stateRelatedConstraint>
63: <stateRelatedConstraint>
64:   <operation>insert</operation>
65:   <nodeType>endNode</nodeType>
66:   <state>activated</state>
67: </stateRelatedConstraint>
68: <stateRelatedConstraint>
69:   <operation>insert</operation>
70:   <nodeType>endNode</nodeType>
71:   <state>running</state>
72: </stateRelatedConstraint>
73: <stateRelatedConstraint>
74:   <operation>insert</operation>
75:   <nodeType>andSplit</nodeType>




79:   <operation>insert</operation>
80:   <nodeType>andSplit</nodeType>
81:   <state>running</state>
82: </stateRelatedConstraint>
83: <stateRelatedConstraint>
84:   <operation>insert</operation>
85:   <nodeType>andSplit</nodeType>
86:   <state>skipped</state>
87: </stateRelatedConstraint>
88: <stateRelatedConstraint>
89:   <operation>insert</operation>
90:   <nodeType>andSplit</nodeType>
91:   <state>completed</state>
92: </stateRelatedConstraint>
93: <stateRelatedConstraint>
94:   <operation>insert</operation>
95:   <nodeType>andJoin</nodeType>
96:   <state>tentativlyActivated</state>
97: </stateRelatedConstraint>
98: <stateRelatedConstraint>
99:   <operation>insert</operation>
100:   <nodeType>andJoin</nodeType>
101:   <state>activated</state>
102: </stateRelatedConstraint>
103: <stateRelatedConstraint>
104:   <operation>insert</operation>
105:   <nodeType>andJoin</nodeType>
106:   <state>running</state>
107: </stateRelatedConstraint>
108: <stateRelatedConstraint>
109:   <operation>insert</operation>
110:   <nodeType>andJoin</nodeType>
111:   <state>skipped</state>
112: </stateRelatedConstraint>
113: <stateRelatedConstraint>
114:   <operation>insert</operation>
115:   <nodeType>andJoin</nodeType>
116:   <state>completed</state>
117: </stateRelatedConstraint>
118: <stateRelatedConstraint>
119:   <operation>insert</operation>
120:   <nodeType>xorSplit</nodeType>
121:   <state>activated</state>
122: </stateRelatedConstraint>
123: <stateRelatedConstraint>
124:   <operation>insert</operation>
125:   <nodeType>xorSplit</nodeType>
126:   <state>running</state>
127: </stateRelatedConstraint>
128: <stateRelatedConstraint>
129:   <operation>insert</operation>
130:   <nodeType>xorSplit</nodeType>
131:   <state>skipped</state>
132: </stateRelatedConstraint>
133: <stateRelatedConstraint>
134:   <operation>insert</operation>
135:   <nodeType>xorSplit</nodeType>
136:   <state>completed</state>
137: </stateRelatedConstraint>
138: <stateRelatedConstraint>
139:   <operation>insert</operation>
140:   <nodeType>xorJoin</nodeType>
141:   <state>activated</state>
142: </stateRelatedConstraint>
143: <stateRelatedConstraint>
144:   <operation>insert</operation>
145:   <nodeType>xorJoin</nodeType>




149:   <operation>insert</operation>
150:   <nodeType>xorJoin</nodeType>
151:   <state>skipped</state>
152: </stateRelatedConstraint>
153: <stateRelatedConstraint>
154:   <operation>insert</operation>
155:   <nodeType>xorJoin</nodeType>




1: <?xml version="1.0" encoding="UTF-8"?>
2: <rule-execution-set>
3: <rule name="Rule1">
4:   <if leftTerm="KInfo.getVariable" op="=" rightTerm="giftgaskonzentration"
/>
5:   <if leftTerm="KInfo.getValue" op="&gt;" rightTerm="100" />
6:   <if leftTerm="KInfo.getMetrics" op="=" rightTerm="ppm" />
7:   <if leftTerm="KInfo.getEntityId" op="&lt;&gt;" rightTerm="umland" />
8:   <then method="contextAdaptation.ContextAdaptation.insertAdaptation"
arg1="insert" arg2="dekontamination" />




12:   <if leftTerm="KInfo.getVariable" op="=" rightTerm="vandalismus" />
13:   <if leftTerm="KInfo.getValue" op="=" rightTerm="true" />
14:   <if leftTerm="KInfo.getMetrics" op="=" rightTerm="boolean" />
15:   <if leftTerm="KInfo.getEntityId" op="&lt;&gt;" rightTerm="umland" />
16:   <then method="contextAdaptation.ContextAdaptation.insertAdaptation"
arg1="insert" arg2="verschaerfte_sicherung_und_kontrolle" />




20:   <if leftTerm="KInfo.getVariable" op="=" rightTerm="todesfaelle" />
21:   <if leftTerm="KInfo.getValue" op="=" rightTerm="0" />
22:   <if leftTerm="KInfo.getMetrics" op="=" rightTerm="natuerlicheZahlen" />
23:   <then method="contextAdaptation.ContextAdaptation.insertAdaptation"
arg1="delete" arg2="bergung_von_toten" />




27:   <if leftTerm="KInfo.KInfo.getVariable" op="=" rightTerm="pegelstand" />
28:   <if leftTerm="KInfo.getValue" op="&lt;" rightTerm="400" />
29:   <if leftTerm="KInfo.getMetrics" op="=" rightTerm="cm" />
30:   <if leftTerm="KInfo.getEntityId" op="=" rightTerm="rhein" />
31:   <then method="contextAdaptation.ContextAdaptation.insertAdaptation"
arg1="insert" arg2="kurzfristige_unterbringung" />





Workflow-Modell des initialen Workflows Evakuierung (EVK)
1: <?xml version="1.0" encoding="ASCII"?>
2: <ProcessDefinition id="evk" name="evakuierung" wfType="evakuierung">
3: <nodes xsi:type="StartNode" id="s1" name="s1" state="notActivated"
outEdges="@edges.0"/>
4: <nodes xsi:type="EndNode" id="e1" name="e1" state="notActivated"
inEdges="//@edges.32"/>
5: <nodes xsi:type="Task" id="t1" name="lage_erkunden" state="notActivated"
outEdges="//@edges.1" inEdges="//@edges.0"/>
6: <nodes xsi:type="Task" id="t2" name="bevoelkerung_warnen"
state="notActivated" outEdges="//@edges.5" inEdges="//@edges.3"/>
7: <nodes xsi:type="Task" id="t3" name="verhaltensregeln_erteilen"
state="notActivated" outEdges="//@edges.6" inEdges="//@edges.4"/>
8: <nodes xsi:type="Task" id="t4" name="festlegung_des_gefGebietes"
state="notActivated" outEdges="//@edges.9" inEdges="//@edges.8"/>
9: <nodes xsi:type="Task" id="t5" name="bezirksregierung_informieren"
state="notActivated" outEdges="//@edges.12" inEdges="//@edges.10"/>
10: <nodes xsi:type="Task" id="t6" name="beteiligte_aemter_informieren"
       state="notActivated" outEdges="//@edges.13" inEdges="//@edges.11"/>
11: <nodes xsi:type="Task" id="t7" name="einberufung_notwendiger_sachgruppen"
state="notActivated" outEdges="//@edges.15" inEdges="//@edges.14"/>
12: <nodes xsi:type="Task" id="t8" name="festlegung_des_evkGebietes"
state="notActivated" outEdges="//@edges.16" inEdges="//@edges.15"/>
13: <nodes xsi:type="Task" id="t9" name="massnahmen_besonderer_objekte"
state="notActivated" outEdges="//@edges.22" inEdges="//@edges.17"/>
14: <nodes xsi:type="Task" id="t10" name="vorbehandlung_von_verletzten"
state="notActivated" outEdges="//@edges.23" inEdges="//@edges.18"/>
15: <nodes xsi:type="Task" id="t11" name="raeumung_vorbereiten"
state="notActivated" outEdges="//@edges.24" inEdges="//@edges.19"/>
16: <nodes xsi:type="Task" id="t12" name="bevoelkerung_vor_evk_warnen"
state="notActivated" outEdges="//@edges.25" inEdges="//@edges.20"/>
17: <nodes xsi:type="Task" id="t13" name="bergung_von_toten"
state="notActivated" outEdges="//@edges.26" inEdges="//@edges.21"/>
18: <nodes xsi:type="Task" id="t14" name="sicherung_und_kontrolle"
state="notActivated" outEdges="//@edges.28" inEdges="//@edges.27"/>
19: <nodes xsi:type="Task" id="t15" name="transport" state="notActivated"
       outEdges="//@edges.29" inEdges="//@edges.28"/>
20: <nodes xsi:type="Task" id="t16" name="langfristige_unterbringung"
state="notActivated" outEdges="//@edges.30" inEdges="//@edges.29"/>
21: <nodes xsi:type="XorJoin" id="xj1" name="xj1" state="notActivated"
       outEdges="//@edges.32" inEdges="//@edges.7 //@edges.31"/>
22: <nodes xsi:type="XorJoin" id="xj2" name="xj2" state="notActivated"
       outEdges="//@edges.7" inEdges="//@edges.5 //@edges.6"/>
23: <nodes xsi:type="XorSplit" id="xs1" name="xs1" state="notActivated"
       outEdges="//@edges.2 //@edges.8" inEdges="//@edges.1"/>
24: <nodes xsi:type="XorSplit" id="xs2" name="xs2" state="notActivated"
outEdges="//@edges.3 //@edges.4" inEdges="//@edges.2"/>
25: <nodes xsi:type="AndJoin" id="aj1" name="aj1" state="notActivated"
outEdges="//@edges.14" inEdges="//@edges.12 //@edges.13"/>
26: <nodes xsi:type="AndJoin" id="aj2_1" name="aj2_1" state="notActivated"
outEdges="//@edges.27" inEdges="//@edges.23 //@edges.24
       //@edges.25"/>
27: <nodes xsi:type="AndJoin" id="aj2_2" name="aj2_2" state="notActivated"
outEdges="//@edges.31" inEdges="//@edges.22 //@edges.30
       //@edges.26"/>
28: <nodes xsi:type="AndSplit" id="as1" name="as1" state="notActivated"
outEdges="//@edges.10 //@edges.11" inEdges="//@edges.9"/>
29: <nodes xsi:type="AndSplit" id="as2" name="as2" state="notActivated"
outEdges="//@edges.17 //@edges.18 //@edges.19 //@edges.20
       //@edges.21" inEdges="//@edges.16"/>
30: <edges ID="e1" name="e1" fromNodeID="s1" toNodeID="t1"/>
31: <edges ID="e2" name="e2" fromNodeID="t1" toNodeID="xs1"/>
32: <edges ID="e3" name="e3" fromNodeID="xs1" toNodeID="xs2"/>
33: <edges ID="e4" name="e4" fromNodeID="xs2" toNodeID="t2"/>
34: <edges ID="e5" name="e5" fromNodeID="xs2" toNodeID="t3"/>
35: <edges ID="e6" name="e6" fromNodeID="t2" toNodeID="xj2"/>
36: <edges ID="e7" name="e7" fromNodeID="t3" toNodeID="xj2"/>
37: <edges ID="e8" name="e8" fromNodeID="xj2" toNodeID="xj1"/>
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38: <edges ID="e9" name="e9" fromNodeID="xs1" toNodeID="t4"/>
39: <edges ID="e10" name="e10" fromNodeID="t4" toNodeID="as1"/>
40: <edges ID="e11" name="e11" fromNodeID="as1" toNodeID="t5"/>
41: <edges ID="e12" name="e12" fromNodeID="as1" toNodeID="t6"/>
42: <edges ID="e13" name="e13" fromNodeID="t5" toNodeID="aj1"/>
43: <edges ID="e14" name="e14" fromNodeID="t6" toNodeID="aj1"/>
44: <edges ID="e15" name="e15" fromNodeID="aj1" toNodeID="t7"/>
45: <edges ID="e16" name="e16" fromNodeID="t7" toNodeID="t8"/>
46: <edges ID="e17" name="e17" fromNodeID="t8" toNodeID="as2"/>
47: <edges ID="e18" name="e18" fromNodeID="as2" toNodeID="t9"/>
48: <edges ID="e19" name="e19" fromNodeID="as2" toNodeID="t10"/>
49: <edges ID="e20" name="e20" fromNodeID="as2" toNodeID="t11"/>
50: <edges ID="e21" name="e21" fromNodeID="as2" toNodeID="t12"/>
51: <edges ID="e22" name="e22" fromNodeID="as2" toNodeID="t13"/>
52: <edges ID="e23" name="e23" fromNodeID="t9" toNodeID="aj2_2"/>
53: <edges ID="e24" name="e24" fromNodeID="t10" toNodeID="aj2_1"/>
54: <edges ID="e25" name="e25" fromNodeID="t11" toNodeID="aj2_1"/>
55: <edges ID="e26" name="e26" fromNodeID="t12" toNodeID="aj2_1"/>
56: <edges ID="e27" name="e27" fromNodeID="t13" toNodeID="aj2_2"/>
57: <edges ID="e28" name="e28" fromNodeID="aj2_1" toNodeID="t14"/>
58: <edges ID="e29" name="e29" fromNodeID="t14" toNodeID="t15"/>
59: <edges ID="e30" name="e30" fromNodeID="t15" toNodeID="t16"/>
60: <edges ID="e31" name="e31" fromNodeID="t16" toNodeID="aj2_2"/>
61: <edges ID="e32" name="e32" fromNodeID="aj2_2" toNodeID="xj1"/>
62: <edges ID="e33" name="e33" fromNodeID="xj1" toNodeID="e1"/>
63: </ProcessDefinition>
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Ausführungszustand des Workflows Evakuierung zum Zeitpunkt Z1
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Workflow-Modell des Workflows EVK-1
Der Workflow EVK-1 entspricht dem Workflow Evakuierung, nachdem in diesem die
Aktivität Dekontamination seriell zwischen der Aktivität Festlegung des Evakuierungs-
gebiets und dem Knoten as1 eingefügt wurde.
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Workflow-Modell des Workflows EVK-2-1
Der Workflow EVK-2-1 entspricht dem Workflow EVK-1, nachdem in diesen die Aktivi-
tät Verschärfte Sicherung und Kontrolle nebenläufig zur Aktivität Sicherung und Kon-
trolle eingefügt wurde.
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Workflow-Modell des Workflows EVK-2-2
Der Workflow EVK-2-2 entspricht dem Workflow EVK-1, nachdem in diesen die Aktivi-
tät Verschärfte Sicherung und Kontrolle alternativ zu allen Pfaden von der Aktivität Si-
cherung und Kontrolle zur Aktivität Langfristige Unterbringung eingefügt wurde.
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Workflow-Modell des Workflow-Modells EVK-3
Der Workflow EVK-3 entspricht dem Workflow EVK-2-1, nachdem in diesen die Aktivi-



















































































Petri Netz zum Workflow EVK-1
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Valide Anpassungsmöglichkeiten für das Einfügen der Aktivität Dekonta-












































































4:   <rdf:type rdf:resource="&owl;IrreflexiveProperty"/>
5:   <rdf:type rdf:resource="&owl;SymmetricProperty"/>
6:   <rdfs:domain rdf:resource="#Aktivitaet"/>
7:   <rdfs:range rdf:resource="#Aktivitaet"/>
8:   <owl:propertyDisjointWith rdf:resource="#directSerialAfter"/>
9:   <owl:propertyDisjointWith rdf:resource="#directSerialBefore"/>
10:   <owl:propertyDisjointWith rdf:resource="#mutualExclusion"/>
11:   <owl:propertyDisjointWith rdf:resource="#serialAfter"/>
12:   <owl:propertyDisjointWith rdf:resource="#serialBefore"/>
13: </owl:ObjectProperty>
14: <owl:ObjectProperty rdf:about="#directSerialAfter">
15:   <rdf:type rdf:resource="&owl;AsymmetricProperty"/>
16:   <rdf:type rdf:resource="&owl;IrreflexiveProperty"/>
17:   <rdfs:domain rdf:resource="#Aktivitaet"/>
18:   <rdfs:range rdf:resource="#Aktivitaet"/>
19:   <owl:propertyDisjointWith rdf:resource="#directSerialBefore"/>
20:   <owl:propertyDisjointWith rdf:resource="#mutualExclusion"/>
21:   <owl:propertyDisjointWith rdf:resource="#serialAfter"/>
22:   <owl:propertyDisjointWith rdf:resource="#serialBefore"/>
23: </owl:ObjectProperty>
24: <owl:ObjectProperty rdf:about="#directSerialBefore">
25:   <rdf:type rdf:resource="&owl;AsymmetricProperty"/>
26:   <rdf:type rdf:resource="&owl;IrreflexiveProperty"/>
27:   <rdfs:domain rdf:resource="#Aktivitaet"/>
28:   <rdfs:range rdf:resource="#Aktivitaet"/>
29:   <owl:inverseOf rdf:resource="#directSerialAfter"/>
30:   <owl:propertyDisjointWith rdf:resource="#mutualExclusion"/>
31:   <owl:propertyDisjointWith rdf:resource="#serialAfter"/>
32: <owl:propertyDisjointWith rdf:resource="#serialBefore"/>
33: </owl:ObjectProperty>
34:   <owl:ObjectProperty rdf:about="#mutualExclusion">
35:   <rdf:type rdf:resource="&owl;IrreflexiveProperty"/>
36:   <rdf:type rdf:resource="&owl;SymmetricProperty"/>
37:   <rdfs:domain rdf:resource="#Aktivitaet"/>
38:   <rdfs:range rdf:resource="#Aktivitaet"/>
39:   <owl:propertyDisjointWith rdf:resource="#require"/>
40:   <owl:propertyDisjointWith rdf:resource="#serialAfter"/>
41: <owl:propertyDisjointWith rdf:resource="#serialBefore"/>
42: </owl:ObjectProperty>
43:   <owl:ObjectProperty rdf:about="#require">
44:   <rdf:type rdf:resource="&owl;AsymmetricProperty"/>
45:   <rdf:type rdf:resource="&owl;IrreflexiveProperty"/>
46:   <rdfs:range rdf:resource="#Aktivitaet"/>
47:    <rdfs:domain rdf:resource="#Aktivitaet"/>
48: </owl:ObjectProperty>
49: <owl:ObjectProperty rdf:about="#serialAfter">
50:   <rdf:type rdf:resource="&owl;AsymmetricProperty"/>
51:   <rdf:type rdf:resource="&owl;IrreflexiveProperty"/>
52:   <rdf:type rdf:resource="&owl;TransitiveProperty"/>
53:   <rdfs:domain rdf:resource="#Aktivitaet"/>
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54:   <owl:propertyDisjointWith rdf:resource="#serialBefore"/>
55: </owl:ObjectProperty>
56: <owl:ObjectProperty rdf:about="#serialBefore">
57:   <rdf:type rdf:resource="&owl;AsymmetricProperty"/>
58:   <rdf:type rdf:resource="&owl;IrreflexiveProperty"/>
59:   <rdf:type rdf:resource="&owl;TransitiveProperty"/>
60:   <rdfs:range rdf:resource="#Aktivitaet"/>
61:   <rdfs:domain rdf:resource="#Aktivitaet"/>






68:   <serialAfter rdf:resource="#anamnese"/>
69:   <require rdf:resource="#anamnese"/>
70:   <serialBefore rdf:resource="#laborchemische_untersuchung"/>
71:   <require rdf:resource="#laborchemische_untersuchung"/>
72: </rdf:Description>
73: <rdf:Description rdf:about="#bronchsokopie">
74:   <require rdf:resource="#anamnese"/>
75:   <serialAfter rdf:resource="#anamnese"/>
76:   <serialAfter rdf:resource="#differentialdiagnose_akHusten"/>
77:   <serialBefore rdf:resource="#spirometrische_untersuchung"/>







85:   <serialBefore rdf:resource="#adaequate_therapie"/>
86:   <require rdf:resource="#adaequate_therapie"/>
87:   <require rdf:resource="#anamnese"/>
88:   <serialAfter rdf:resource="#anamnese"/>
89:   <serialAfter rdf:resource="#differentialdiagnose_akHusten"/>
90:   <mutualExclusion rdf:resource="#ergometrie"/>
91:   <require rdf:resource="#koerperliche_untersuchung"/>





1: <?xml version="1.0" encoding="UTF-8"?>
2: <stateRelatedConstraintModel">
3: <stateRelatedConstraint>
4:   <operation>insert</operation>
5:   <nodeType>task</nodeType>
6:   <state>activated</state>
7: </stateRelatedConstraint>
8: <stateRelatedConstraint>
9:   <operation>insert</operation>
10:   <nodeType>task</nodeType>
11:   <state>running</state>
12: </stateRelatedConstraint>
13: <stateRelatedConstraint>
14:   <operation>insert</operation>
15:   <nodeType>task</nodeType>




19:   <operation>insert</operation>
20:   <nodeType>task</nodeType>
21:   <state>skipped</state>
22: </stateRelatedConstraint>
23: <stateRelatedConstraint>
24:   <operation>insert</operation>
25:   <nodeType>task</nodeType>
26:   <state>completed</state>
27: </stateRelatedConstraint>
28: <stateRelatedConstraint>
29:   <operation>delete</operation>
30:   <nodeType>task</nodeType>
31:   <state>activated</state>
32: </stateRelatedConstraint>
33: <stateRelatedConstraint>
34:   <operation>delete</operation>
35:   <nodeType>task</nodeType>
36:   <state>running</state>
37: </stateRelatedConstraint>
38: <stateRelatedConstraint>
39:   <operation>delete</operation>
40:   <nodeType>task</nodeType>
41:   <state>suspended</state>
42: </stateRelatedConstraint>
43: <stateRelatedConstraint>
44:   <operation>delete</operation>
45:   <nodeType>task</nodeType>
46:   <state>skipped</state>
47: </stateRelatedConstraint>
48: <stateRelatedConstraint>
49:   <operation>delete</operation>
50:   <nodeType>task</nodeType>
51:   <state>completed</state>
52: </stateRelatedConstraint>
53: <stateRelatedConstraint>
54:   <operation>insert</operation>
55:   <nodeType>startNode</nodeType>
56:   <state>notActivated</state>
57: </stateRelatedConstraint>
58: <stateRelatedConstraint>
59:   <operation>insert</operation>
60:   <nodeType>startNode</nodeType>
61:   <state>completed</state>
62: </stateRelatedConstraint>
63: <stateRelatedConstraint>
64:   <operation>insert</operation>
65:   <nodeType>endNode</nodeType>
66:   <state>activated</state>
67: </stateRelatedConstraint>
68: <stateRelatedConstraint>
69:   <operation>insert</operation>
70:   <nodeType>endNode</nodeType>
71:   <state>running</state>
72: </stateRelatedConstraint>
73: <stateRelatedConstraint>
74:   <operation>insert</operation>
75:   <nodeType>andSplit</nodeType>
76:   <state>activated</state>
77: </stateRelatedConstraint>
78: <stateRelatedConstraint>
79:   <operation>insert</operation>
80:   <nodeType>andSplit</nodeType>
81:   <state>running</state>
82: </stateRelatedConstraint>
83: <stateRelatedConstraint>
84:   <operation>insert</operation>
85:   <nodeType>andSplit</nodeType>




89:   <operation>insert</operation>
90:   <nodeType>andSplit</nodeType>
91:   <state>completed</state>
92: </stateRelatedConstraint>
93: <stateRelatedConstraint>
94:   <operation>insert</operation>
95:   <nodeType>andJoin</nodeType>
96:   <state>tentativlyActivated</state>
97: </stateRelatedConstraint>
98: <stateRelatedConstraint>
99:   <operation>insert</operation>
100:   <nodeType>andJoin</nodeType>
101:   <state>activated</state>
102: </stateRelatedConstraint>
103: <stateRelatedConstraint>
104:   <operation>insert</operation>
105:   <nodeType>andJoin</nodeType>
106:   <state>running</state>
107: </stateRelatedConstraint>
108: <stateRelatedConstraint>
109:   <operation>insert</operation>
110:   <nodeType>andJoin</nodeType>
111:   <state>skipped</state>
112: </stateRelatedConstraint>
113: <stateRelatedConstraint>
114:   <operation>insert</operation>
115:   <nodeType>andJoin</nodeType>
116:   <state>completed</state>
117: </stateRelatedConstraint>
118: <stateRelatedConstraint>
119:   <operation>insert</operation>
120:   <nodeType>xorSplit</nodeType>
121:   <state>activated</state>
122: </stateRelatedConstraint>
123: <stateRelatedConstraint>
124:   <operation>insert</operation>
125:   <nodeType>xorSplit</nodeType>
126:   <state>running</state>
127: </stateRelatedConstraint>
128: <stateRelatedConstraint>
129:   <operation>insert</operation>
130:   <nodeType>xorSplit</nodeType>
131:   <state>skipped</state>
132: </stateRelatedConstraint>
133: <stateRelatedConstraint>
134:   <operation>insert</operation>
135:   <nodeType>xorSplit</nodeType>
136:   <state>completed</state>
137: </stateRelatedConstraint>
138: <stateRelatedConstraint>
139:   <operation>insert</operation>
140:   <nodeType>xorJoin</nodeType>
141:   <state>activated</state>
142: </stateRelatedConstraint>
143: <stateRelatedConstraint>
144:   <operation>insert</operation>
145:   <nodeType>xorJoin</nodeType>
146:   <state>running</state>
147: </stateRelatedConstraint>
148: <stateRelatedConstraint>
149:   <operation>insert</operation>
150:   <nodeType>xorJoin</nodeType>
151:   <state>skipped</state>
152: </stateRelatedConstraint>
153: <stateRelatedConstraint>
154:   <operation>insert</operation>
155:   <nodeType>xorJoin</nodeType>







3:   <if leftTerm="KInfo.getVariable" op="=" rightTerm="luftnot" />
4:   <if leftTerm="KInfo.getValue" op="=" rightTerm="true" />
5:   <if leftTerm="KInfo.getMetrics" op="=" rightTerm="boolean" />
6:   <then method="contextAdaptation.ContextAdaptation.insertAdaptation"
arg1="insert" arg2="spirometrische_untersuchung" />




10:   <if leftTerm="KInfo.KInfo.getVariable" op="="
rightTerm="fremdkoerperaspiration" />
11:   <if leftTerm="KInfo.KInfo.getValue" op="=" rightTerm="true" />
12:   <if leftTerm="KInfo.KInfo.getMetrics" op="=" rightTerm="boolean" />
13:   <then method="contextAdaptation.ContextAdaptation.insertAdaptation"
arg1="insert" arg2="bronchsokopie" />




17:   <if leftTerm="KInfo.KInfo.getVariable" op="="
rightTerm="lungenenzündung_durch_fremdkoerperaspiration" />
18:   <if leftTerm="KInfo.KInfo.getValue" op="=" rightTerm="true" />
19:   <if leftTerm="KInfo.KInfo.getMetrics" op="=" rightTerm="boolean" />
20:   <then method="contextAdaptation.ContextAdaptation.insertAdaptation"
arg1="insert" arg2="antibakterielle_behandlung" />




Workflow-Modell des initialen Workflows Leitlinie Husten (HUS)




3: <nodes xsi:type="StartNode" id="s1" name="s1" state="notActivated"
outEdges="//@edges.0"/>
4: <nodes xsi:type="EndNode" id="e1" name="e1" state="notActivated"
       inEdges="//@edges.36"/>
5: <nodes xsi:type="Task" id="t1" name="anamnese" state="notActivated"
outEdges="//@edges.1" inEdges="//@edges.0"/>
6: <nodes xsi:type="Task" id="t2" name="koerperliche_untersuchung" ‘
state="notActivated" outEdges="//@edges.2" inEdges="//@edges.1"/>
7: <nodes xsi:type="Task" id="t3" name="differentialdiagnose_chrHusten"
state="notActivated" outEdges="//@edges.4" inEdges="//@edges.3"/>
8: <nodes xsi:type="Task" id="t4" name="thoraxaufnahme_chrHusten"
state="notActivated" outEdges="//@edges.7" inEdges="//@edges.5"/>
9: <nodes xsi:type="Task" id="t5" name="allergietest" state="notActivated"
outEdges="//@edges.8" inEdges="//@edges.6"/>
10: <nodes xsi:type="Task" id="t6" name="diagostische_massnahmen_chrHusten"
state="notActivated" outEdges="//@edges.11" inEdges="//@edges.10"/>
11: <nodes xsi:type="Task" id="t7" name="praeventive_massnahmen"
state="notActivated" outEdges="//@edges.14" inEdges="//@edges.13"/>
12: <nodes xsi:type="Task" id="t8" name="nachuntersuchung" state="notActivated"
outEdges="//@edges.15" inEdges="//@edges.14"/>
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13: <nodes xsi:type="Task" id="t9" name="differentialdiagnose_akHusten"
state="notActivated" outEdges="//@edges.17" inEdges="//@edges.16"/>
14: <nodes xsi:type="Task" id="t10" name="laborchemische_untersuchung"
state="notActivated" outEdges="//@edges.21" inEdges="//@edges.18"/>
15: <nodes xsi:type="Task" id="t11" name="thraxaufnahme_akHusten"
state="notActivated" outEdges="//@edges.22" inEdges="//@edges.19"/>
16: <nodes xsi:type="Task" id="t12" name="ruhe_ekg" state="notActivated"
outEdges="//@edges.23" inEdges="//@edges.20"/>
17: <nodes xsi:type="Task" id="t13" name="diagnostische_massnahmen_akHusten"
state="notActivated" outEdges="//@edges.27" inEdges="//@edges.25"/>
18: <nodes xsi:type="Task" id="t14" name="verifikation_der_diagnose"
state="notActivated" outEdges="//@edges.29" inEdges="//@edges.28"/>
19: <nodes xsi:type="Task" id="t15" name="behandlung_chHusten"
state="notActivated" outEdges="//@edges.32" inEdges="//@edges.30"/>
20: <nodes xsi:type="Task" id="t16" name="ergometrie" state="notActivated"
outEdges="//@edges.33" inEdges="//@edges.31"/>
21: <nodes xsi:type="Task" id="t17" name="adaequate_therapie"
state="notActivated" outEdges="//@edges.35" inEdges="//@edges.34"/>
22: <nodes xsi:type="XorJoin" id="xj1" name="xj1" state="notActivated"
       outEdges="//@edges.36" inEdges="//@edges.15 //@edges.35"/>
23: <nodes xsi:type="XorJoin" id="xj2" name="xj2" state="notActivated"
outEdges="//@edges.13" inEdges="//@edges.11 //@edges.12"/>
24: <nodes xsi:type="XorJoin" id="xj3" name="xj3" state="notActivated"
outEdges="//@edges.28" inEdges="//@edges.26 //@edges.27"/>
25: <nodes xsi:type="XorSplit" id="xs1" name="xs1" state="notActivated"
outEdges="//@edges.3 //@edges.16" inEdges="//@edges.2"/>
26: <nodes xsi:type="XorSplit" id="xs2" name="xs2" state="notActivated"
outEdges="//@edges.10 //@edges.12" inEdges="//@edges.9"/>
27: <nodes xsi:type="XorSplit" id="xs3" name="xs3" state="notActivated"
outEdges="//@edges.25 //@edges.26" inEdges="//@edges.24"/>
28: <nodes xsi:type="AndJoin" id="aj1" name="aj1" state="notActivated"
outEdges="//@edges.9" inEdges="//@edges.7 //@edges.8"/>
29: <nodes xsi:type="AndJoin" id="aj2" name="aj2" state="notActivated"
outEdges="//@edges.24" inEdges="//@edges.21 //@edges.22
       //@edges.23"/>
30: <nodes xsi:type="AndJoin" id="aj3" name="aj3" state="notActivated"
outEdges="//@edges.34" inEdges="//@edges.32 //@edges.33"/>
31: <nodes xsi:type="AndSplit" id="as1" name="as1" state="notActivated"
outEdges="//@edges.5 //@edges.6" inEdges="//@edges.4"/>
32: <nodes xsi:type="AndSplit" id="as2" name="as2" state="notActivated"
outEdges="//@edges.18 //@edges.19 //@edges.20"
inEdges="//@edges.17"/>
33: <nodes xsi:type="AndSplit" id="as3" name="as3" state="notActivated"
outEdges="//@edges.30 //@edges.31" inEdges="//@edges.29"/>
34: <edges ID="e1" name="e1" fromNodeID="s1" toNodeID="t1"/>
35: <edges ID="e2" name="e2" fromNodeID="t1" toNodeID="t2"/>
36: <edges ID="e3" name="e3" fromNodeID="t2" toNodeID="xs1"/>
37: <edges ID="e4" name="e4" fromNodeID="xs1" toNodeID="t3"/>
38: <edges ID="e5" name="e5" fromNodeID="t3" toNodeID="as1"/>
39: <edges ID="e6" name="e6" fromNodeID="as1" toNodeID="t4"/>
40: <edges ID="e7" name="e7" fromNodeID="as1" toNodeID="t5"/>
41: <edges ID="e8" name="e8" fromNodeID="t4" toNodeID="aj1"/>
42: <edges ID="e9" name="e9" fromNodeID="t5" toNodeID="aj1"/>
43: <edges ID="e10" name="e10" fromNodeID="aj1" toNodeID="xs2"/>
44: <edges ID="e11" name="e11" fromNodeID="xs2" toNodeID="t6"/>
45: <edges ID="e12" name="e12" fromNodeID="t6" toNodeID="xj2"/>
46: <edges ID="e13" name="e13" fromNodeID="xs2" toNodeID="xj2"/>
47: <edges ID="e14" name="e14" fromNodeID="xj2" toNodeID="t7"/>
48: <edges ID="e15" name="e15" fromNodeID="t7" toNodeID="t8"/>
49: <edges ID="e16" name="e16" fromNodeID="t8" toNodeID="xj1"/>
50: <edges ID="e17" name="e17" fromNodeID="xs1" toNodeID="t9"/>
51: <edges ID="e18" name="e18" fromNodeID="t9" toNodeID="as2"/>
52: <edges ID="e19" name="e19" fromNodeID="as2" toNodeID="t10"/>
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53: <edges ID="e20" name="e20" fromNodeID="as2" toNodeID="t11"/>
54: <edges ID="e21" name="e21" fromNodeID="as2" toNodeID="t12"/>
55: <edges ID="e22" name="e22" fromNodeID="t10" toNodeID="aj2"/>
56: <edges ID="e23" name="e23" fromNodeID="t11" toNodeID="aj2"/>
57: <edges ID="e24" name="e24" fromNodeID="t12" toNodeID="aj2"/>
58: <edges ID="e25" name="e25" fromNodeID="aj2" toNodeID="xs3"/>
59: <edges ID="e26" name="e26" fromNodeID="xs3" toNodeID="t13"/>
60: <edges ID="e27" name="e27" fromNodeID="xs3" toNodeID="xj3"/>
61: <edges ID="e28" name="e28" fromNodeID="t13" toNodeID="xj3"/>
62: <edges ID="e29" name="e29" fromNodeID="xj3" toNodeID="t14"/>
63: <edges ID="e30" name="e30" fromNodeID="t14" toNodeID="as3"/>
64: <edges ID="e31" name="e31" fromNodeID="as3" toNodeID="t15"/>
65: <edges ID="e32" name="e32" fromNodeID="as3" toNodeID="t16"/>
66: <edges ID="e33" name="e33" fromNodeID="t15" toNodeID="aj3"/>
67: <edges ID="e34" name="e34" fromNodeID="t16" toNodeID="aj3"/>
68: <edges ID="e35" name="e35" fromNodeID="aj3" toNodeID="t17"/>
69: <edges ID="e36" name="e36" fromNodeID="t17" toNodeID="xj1"/>
70: <edges ID="e37" name="e37" fromNodeID="xj1" toNodeID="e1"/>
71: </ProcessDefinition>
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Ausführungszustand des Workflows Leitlinie Husten zum Zeitpunkt Z2
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Workflow-Modell des Workflows HUS-1
Der Workflow HUS-1 entspricht dem Workflow Leitlinie Husten, nachdem in diesen die
Aktivität Spirometrische Untersuchung seriell zwischen der Aktivität Differentialdiagno-
se für akuten Husten und dem AndSplit as2 eingefügt wurde.
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Workflow-Modell des Workflows HUS-2-1
Der Workflow HUS-2-1 entspricht dem Workflow HUS-1, nachdem in diesen die Aktivi-
tät Bronchoskopie seriell zwischen der Aktivität Thoraxaufnahme bei akutem Husten und
dem AndJoin aj2 eingefügt wurde.
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Workflow-Modell des Workflows HUS-2-2
Der Workflow HUS-2-2 entspricht dem Workflow HUS-1, nachdem in diesen die Aktivi-
tät Bronchoskopie nebenläufig zur Aktivität Körperliche Untersuchung eingefügt wurde.
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Workflow-Modell des Workflows HUS-3
Der Workflow HUS-3 entspricht dem Workflow Leitlinie Husten, nachdem in diesen die
Aktivität Spirometrische Untersuchung nebenläufig von allen Pfaden von der Aktivität





























































































Workflow-Modell des Workflows HUS-4
Der Workflow HUS-4 entspricht dem Workflow Leitlinie Husten, nachdem in diesen die
Aktivität Spirometrische Untersuchung alternativ zu von allen Pfaden von der Aktivität





























































































Petri Netz zum Workflow HUS-1
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Valide Anpassungsmöglichkeiten für das Einfügen der Aktivität Dekonta-
mination in den Workflows Leitlinie Husten
Einfügefunktionen Knotenpaar
alternativeInsertToPair (diagnostische_massnahmen_akHusten, aj3)
alternativeInsertToPair (verifikation_der_diagnose, aj3)
alternativeInsertToPair (ergometrie, ergometrie)
alternativeInsertToPair (xj3, aj3)
alternativeInsertToPair (xs3, aj3)
alternativeInsertToPair (as3, aj3)
