Abstract. Stack layouts and queue layouts of undirected graphs are used to model problems in fault tolerant computing, in VLSI design, and in managing the ow of data in a parallel processing system. In certain applications, such as managing the ow of data in a parallel processing system, it is more realistic to use layouts of directed acyclic graphs (dags) as a model. A stack layout of a dag consists of a topological ordering of the nodes of the graph along with an assignment of arcs to stacks such that if the nodes are laid out in a line according to and the arcs are all drawn above the line, then no two arcs that are assigned to the same stack cross. A queue layout is de ned similarly, except that arcs are assigned to queues with the condition that no two arcs assigned to a queue nest. The stacknumber of a dag is the smallest number of stacks required for its stack layout, while the queuenumber of a dag is the smallest number of queues required for its queue layout. Classes of dags identi ed by the structure of their underlying undirected graphs are studied. We determine the stacknumber and queuenumber of classes of dags whose underlying undirected graphs are trees or unicyclic graphs. We give a forbidden subgraph characterization of those dags with queuenumber equal to 1 whose underlying undirected graphs are trees. We discuss classes of planar dags and outerplanar dags that have queuenumber and stacknumber that di er markedly. Finally, we show that the problems of determining whether a dag can be laid out in 7 queues and of determining whether a dag can be laid out in 9 stacks are both NP-complete.
Definitions and Notation
A k-stack layout of a directed acyclic graph (a dag)G = (V;Ẽ) consists of a topological ordering of the nodes ofG and an assignment of each arc ofG to one of k stacks s 1 ; s 2 ; : : : ; s k . Each stack s j obeys the last in rst out discipline and operates as follows. The nodes in V are scanned in the order given by . When a node v is encountered, any arcs assigned to s j that have node v as their head must be at the top of the stack and are popped. Any arcs that are assigned to s j and have node v as their tail, are pushed onto s j . Arc (v; w) is pushed onto s j before arc (v; x) if w occurs after x in the ordering . The stacknumber SN (G) ofG is the smallest k such thatG has a k-stack layout.
A k-queue layout of a dagG = (V;Ẽ) consists of a topological ordering of the nodes ofG and an assignment of each arc ofG to one of k queues q 1 ; q 2 ; : : : ; q k . Each queue q j obeys the rst in rst out discipline and operates as follows. The nodes in V are scanned in the order given by . When a node v is encountered, any arcs assigned to q j that have node v as their head must be at the front of the queue and are dequeued. Any arcs that are assigned to q j and have node v as their tail, are enqueued onto q j . Arc (v; w) is enqueued on q j before arc (v; x) if w occurs before x in the ordering . The queuenumber QN (G) ofG is the smallest k such thatG has a k-queue layout. The stacknumber of a class of dags C, denoted SN (C), is the largest k such that there exists a dag in C that has stacknumber equal to k. The queuenumber of C is de ned similarly and denoted QN (C).
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Background and Motivation
Stack layouts and queue layouts of undirected graphs have appeared in a variety of contexts such as VLSI, fault-tolerant computing, parallel processing, and sorting networks. Bernhart and Kainen 1] introduce the problem, stack layout, calling it the book embedding problem. Motivated by problems in VLSI and faulttolerant processing, Chung, Leighton, and Rosenberg 2] study stack layouts of undirected graphs and provide optimal stack layouts for a variety of classes of graphs. Motivated by problems in scheduling processes in a parallel processing system, Heath and Rosenberg 6] develop the notion of queue layouts and provide optimal queue layouts for many classes of undirected graphs. Heath and Pemmaraju 4] use queue layouts of graphs as a basis for a scheme that e ciently performs matrix computations on a systolic array.
In some applications of stack and queue layouts, it is more realistic to model the application domain with directed acyclic graphs (dags), rather than with undirected graphs. One such application is the problem of process scheduling on a system of parallel processors 8]. A process can be viewed as a set of computations that have certain interdependencies. Therefore, a process can be modeled by a dag, called the dependency dag, with nodes representing computations and arcs representing dependencies. In a parallel processor system, computations are assigned to di erent processors so that independent computations can be performed in parallel, with the goal of reducing the total computation time. The processors to which computations have been assigned need to exchange data as dictated by the interdependencies among the computations. This ow of data can be managed by a set of queues (or stacks) as explained below. Each arc (dependency) is assigned to a queue, with the following meaning. If arc (u; v) is assigned to queue q 0 , then computation u enqueues its outputs meant for v into q 0 . When computation v is ready, it dequeues all the inputs that it expects from u, from queue q 0 . For this scheme to be successful, when v dequeues its inputs from q 0 , the outputs of u must be at the front of the queue. The problem of determining an assignment of arcs (dependencies) to the least number of queues is simply the problem of nding an optimal queue layout of the dependency dag. Similarly, the ow of data in a system of parallel processors can be managed by a set of stacks, and determining an assignment of the arcs (dependencies) to the least number of stacks corresponds to nding an optimal stack layout of the dependency dag.
Another motivation for stack and queue layouts of dags has emerged from the study of the stacknumber of partially ordered sets (posets) initiated by Syslo 9] An example of a directed tree with queuenumber equal to 2 is given in Figure 1 (a) . Theorem 2. Let U be the class of all dags whose underlying graph is unicyclic (contains exactly one cycle).
An example of a dag whose underlying undirected graph is unicyclic and has stacknumber and queuenumber equal to 2 is given in Figure 1 (b) .
Results like those of Theorems 1 and 2 give information about the worst behaved dags in a class. It is also interesting to consider the best behaved dags|those with queuenumber equal to 1 or stacknumber equal to 1. In the undirected case, a graph has stacknumber equal to 1 if and only if it is outerplanar 1].
Moreover, outerplanarity can be tested in linear time 10]. Heath and Rosenberg 6] show that the set of graphs with queuenumber equal to 1 has a geometric interpretation as a class of planar graphs called arched leveled-planar graphs. However, determining whether a graph is arched leveled-planar is NP-complete 6]. While the result for dags gives a nice geometric characterization of dags with queuenumber 1, it does not immediately yield an algorithm. We conjecture that the class of dags with queuenumber equal to 1 can be recognized in polynomial time, in contrast with the undirected case. We hope to include such a recognition algorithm in the nal version of this paper. If we restrict attention to speci c classes of dags, we obtain more tractable characterizations of those dags with queuenumber equal to 1. The next theorem gives a forbidden graph characterization of those dags whose underlying undirected graphs are trees and whose queuenumber is 1. First de ne a leveling for a dag whose underlying undirected graph is a tree. A leveling is a function lev that assigns an integer to each node of the dag, whose underlying undirected graph is a tree, so that lev(u) = lev(v) + 1 for each arc (u; v). Once a node is designated as the root of the tree, and its level xed, the rest of the leveling is uniquely determined. Now de ne a set F of dagsF, whose underlying undirected graph is a tree, that satisfy the following. Each dagF consists of two sets of three paths; fP 1 ; P 2 ; P 3 g and fP 1 ;P 2 ;P 3 g (refer to Figure 2 ). There is a positive integer M and a leveling ofF for which all nodes ofF lie at levels between 0 and M , inclusive. Furthermore, the paths P i , with endpoints x i and y i , are node disjoint and have lev(x i ) = 0 and lev(y i ) = M for i = 1; 2; 3. The pathsP i have endpoints r and z i and share exactly one node r. The pathŝ P i and P j share the node z i if i = j and are node disjoint otherwise. A typical dag in the set F is shown in Figure 2 . Note that the dag in Figure 1 (a) is a smallest dag in the set F .
Theorem 3. LetT be a dag whose underlying undirected graph is a tree. ThenT is a 1-queue dag i T has no (directed) subgraph in the set F described above. In the undirected case, there are classes of undirected graphs G for which the ratio SN (G)=QN(G) is unbounded (see 3]) but it is not known whether there is a class of undirected graphs G for which the ratio QN (G)=SN(G) is unbounded. Yannakakis 11] shows that planar graphs have stacknumber at most 4, and Heath, Leighton, and Rosenberg 3] show that outerplanar graphs have queuenumber at most 2. Hence we obtain the following corollary of Theorem 4 which reveals a marked contrast in the stacknumber (queuenumber) of a dag and the stacknumber (queuenumber) of its underlying undirected graph. While the above corollary shows that the queuenumber of a dag and the queuenumber of its underlying undirected graph may di er markedly, we do have an upper bound on the queuenumber of a dag in terms of the length of the longest directed path in the dag and the queuenumber of the underlying undirected graph. 
Open Problems
We mention a sampling of open problems about stack and queue layouts of dags.
Find a polynomial time algorithm for recognizing 1-queue dags. The existence of such an algorithm would be in contrast with a result of Heath and Rosenberg 6] and would also be in contrast with the NP-completeness results in this paper. Give a forbidden graph characterization of the class of 1-queue dags. Find the stacknumber of dags whose underlying undirected graphs are outerplanar.
Find an upper bound on the stacknumber of a dag in terms of the stacknumber of its underlying undirected graph and the length of the longest directed path in it (see Theorem 6).
