Abstract. We describe the construction of a semi-automated proof system for elementary category theory using the Nuprl proof development system as logical framework. We have used Nuprl's display mechanism to implement the basic vocabulary and Nuprl's rule compiler to implemented a first-order proof calculus for reasoning about categories, functors and natural transformations. To automate proofs we have formalized both standard techniques from automated theorem proving and reasoning patterns that are specific to category theory and used Nuprl's tactic mechanism for the actual implementation. We illustrate our approach by automating proofs of natural isomorphisms between categories.
Introduction
Category theory [EM45] is a common framework for expressing abstract properties of mathematical structures that occur in many areas of mathematics and computer science. Abstract notions such as objects, morphisms, composition, identities, products, functors, transformations, duality, and isomorphisms are common to areas like set theory, logic, algebra, topology, semantics of programming languages, or formal software specification and development. The beauty of category theory is that it allows one to be completely precise about such concepts and that many algebraic constructions become exceedingly elegant at this level of abstraction. Diagrams can be used to illustrate essential insights and often make it unnecessary to provide further details of a proof, as these may be obtained entirely by standard patterns of reasoning.
However, since category theory is considerably more abstract than many other branches of mathematics, it becomes almost impossible to verify the details of such a proof. Readers frequently have to accept "obvious" assertions on faith, as complete proofs based on precise definitions often involve an enormous number of low-level details that must be checked. Furthermore, the high level of abstraction forces one to work in an atmosphere in which much of the intuition has been stripped away. As a result, the verification often becomes a matter of pure symbol manipulation, an area in which humans easily make mistakes.
On the other hand, proofs that rely on standard patterns of reasoning and symbol manipulation lend themselves well to automation. Providing such an automation serves several purposes. It enables users to generate completely formal proofs without having to go through all the details themselves, thus providing assurance that the statement is in fact true. It allows users to inspect details of a proof and get a better grasp of the standard patterns of reasoning in elementary category theory. It also shows that the proofs that many authors do not bother to provide actually may contain a tremendous amount of hidden detail and possibly even preconditions that the author might have taken for granted or overlooked entirely. Finally, it demonstrates that a proof is indeed trivial from an intellectual point of view, because it could be found automatically by a machine.
To provide a foundation for automating basic category theory reasoning Kozen [Koz04] presents a first-order axiomatization of elementary category theory and illustrates its use by giving a formal proof that the functor categories Fun [C×D, E] and Fun [C, Fun[D, E] ] are naturally isomorphic. Although the proof of this theorem omits many low-level details such as equality reasoning and simple first-order arguments, it is extremely long and required many hours of careful work to complete. To make sure that every detail of a proof can be validated it is necessary to implement the proof calculus and to develop proof strategies that support the automated construction of proofs by capturing the general patterns of reasoning used in hand-constructed proofs.
As platform for the implementation of Kozen's calculus we have selected the Nuprl system [CA + 86] . Nuprl is a proof and programming environment for the interactive development of formalized mathematical knowledge as well as for the synthesis, verification, and optimization of software. Nuprl's current architecture [AC + 00, Kre02, AB + 05] is the product of many evolutions aimed at providing a theorem proving environment as rich and robust as its type theory. The resulting implementation composes a set of communicated processes, centered around a common knowledge base, called the library. The library contains definition objects, theorems, inference rules, and meta-level code (e.g. tactics), and serves as a transaction broker for the other processes. Those processes include user interfaces (editors), inference engines (refiners) and mechanisms for extracting programs from proofs, rewrite engines (evaluators), and translators. Translators between the formal knowledge stored in the library and, for instance, programming languages like Java or Ocaml [Kre04, KHH98] allow the formal reasoning tools to supplement real-world software from various domains and thus provide a logical programming environment for the respective languages.
While Nuprl was originally developed as theorem prover for Computational Type Theory [Con08], the current architecture has no predefined logic but uses formal library objects to define the syntax and inference rules of a logic. Thus the Nuprl system has become a logical framework that can accommodate arbitrary logics whose inference rules can be expressed in a sequent style. Although almost all of the actual development is still based on the Nuprl type theory, users may now embed entirely new theories as independent proof calculi into the system's library and use the framework to automate reasoning in these theories.
To make use of this potential of the Nuprl system, which had not been explored before, we proceeded as follows. To embed the vocabulary of elementary category theory we added abstract terms for each concept of the theory to the system's library as well as display forms for presenting these terms in a familiar
