One of the most interesting realm among those ones brought up to success by the development of the Internet is distance learning and training. For this reason, the investigation for adequate architectures and platforms supporting flexible and tailored training solutions is nowadays of great interests in the scientific community. This paper is concerned with the presentation of an original architecture for intelligent distance tutoring which make use of software agents. The way in which the knowledge is represented and stored is discussed together with the ability of our system to manage individual learning paths for different users. The rationale for using Agents is presented and the implementation of the system is discussed.
INTRODUCTION
The great amount of information available across the Internet brought to the development of new sophisticated information-based technologies; i nterests in knowledge management, in information retrieval and information filtering are becoming hot topics in several areas for different applications across Internet.
Among the enormous number of such applications, one of the most interesting is the Distance Learning. The potential of the Web for providing rich materials and experiences, the possibility and capability to learn more knowledge implied by digital technologies are factors of increasing importance in a world where the amount of information that needs to be learned grows very rapidly and becomes obsolete very quickly. As a matter of fact, the proliferation of Local Area Networks (LANs), and Wide Area Networks (WANs) for telecommunications, information and data applications has brought the enabling technological framework needed to bring network-based multimedia training to full availability of millions of people world-wide.
Interactive training delivered via a computer has been reported to be more effective than traditional classroom lectures, and, moreover, to reduce training time and costs [1] , [2] . Exploiting computer delivered training it is possible to increase training effectiveness by increasing student participation, interest and retention of knowledge and reducing attrition level [3] . Fletcher [4] summarized a set of supporting evidences for the benefits of technology based learning systems coming from numerous analyses and specific studies. His conclusions can be summarized as follows.
• Technology can be used to teach: in the absence of any other instruction, technology based learning systems improve student achievement.
• Technology improves instructional effectiveness compared with the "conventional instruction" (lecture, text-based materials, hands-on experience).
• Technology reduces t ime to reach instructional objective: analyses covering a wide range of content areas (military training, adult education, and higher education) shows an average reduction of the 30% of time if compared with "conventional instruction".
• Technology can be u sed to teach "soft skills" (soft skills are knowledge and skills associated with social interactions).
• Students enjoy using technology: they are more likely to say they enjoy technology based instructions than conventional mechanisms. Benefits of computer based training relies on the fact that they exploit a "learner-centered" training paradigm in place of the classical "tutor-centered". Such approach focus on needs, skills and interests of the learner. At the heart of the modern instructional design there is, in fact, the idea that people learn best when engrossed in the topic, motivated to seek out new knowledge and skills because they need them in order to solve the problem at the hand [5] .
The purpose of this paper is to present ABITS, an innovative solution for intelligent training over the Internet able to address all these topics. Its features include automatic learners evaluation (through profiling) and intelligent course tailoring based upon user needs and inferred user profiles. ABITS includes and integrates several state-of-the-art technologies: metadata and conceptual graphs for knowledge manipulation, intelligent agents and fuzzy user profiling. ABITS is Web-based: it requires zero cost installation for end-users and can allow them to take training without time and place constraints. Moreover ABITS is content open: it allow easy integration of content from multiple courseware providers and authoringtools in order to reuse existing didactic material.
The following paragraph is dealt with an overview of ABITS functions while paragraphs 3 and 4 will depict the ABITS internal architecture based on software agents. Finally paragraph 5 will show ABITS in action in a real case.
WHAT IS ABITS
ABITS stands for "Agent Based Intelligent Tutoring System". It is a Multi-Agent System (MAS) able to extend a traditional Course Management System (CMS) with a set of "intelligent" functions allowing student modeling and automatic curriculum generation. The purpose of such functions is the improvement of the learning effectiveness based upon the adaptation of the didactic material to student skills and preferences.
This chapter is thought as an introduction to these functions. In particular, paragraph 2.2 is dealt with student modeling while paragraph 2.3 describes the ABITS implemented algorithm for curriculum generation. Such functions are depicted in the UML Use Case Diagram of figure 1 where the Evaluate Curriculum case is dealt with curriculum generation while the Evaluate Preferences and the Evaluate Cognitive State cases are related to user modeling.
ABITS functions found their effectiveness on a set of rules for knowledge indexing based on Metadata and Conceptual Graphs. This point is treated in paragraph 2.1. 
Knowledge indexing
ABITS didactic material is organized in Learning Objects and is stored in a Course Material File System. A Learning Object is any entity which can be used, re-used or referenced during technology-supported learning. Learning Objects must be indexed in order to let the system know what each one of them is about and how it can be used during the learning process. Some kind of information about Learning Objects is so required. This is Metadata.
"Metadata is information about an object, be it physical or digital and its main goal is to locate in efficient and effective way resources over a system or a computer network" [7] . In the field of learning materials, several organizations such as IEEE, EDUCOM etc focused their attention on the creation of Metadata standards specifying the syntax and the semantics of the so-called Learning Object Metadata (LOM).
A LOM standard defines the minimal set of properties needed to allow Learning Objects to be managed, located, and evaluated. They accommodate, moreover, the ability for locally extending the basic properties. ABITS adopts the IEEE LTSC LOM standard [7] to index learning material. Many advantages come in fact from referring to a Learning Object Metadata standard:
• to take advantage of a complete syntax and semantic created by experts of the Learning Technology; • to enable the automatic importation of extern learning objects that adopt the same Metadata standard;
• to enable the exportation/sale of learning objects to extern systems/clients that adopt the same Metadata standard; Metadata not only have to provide information about a single Learning Object. They have to provide information about object relations and interdependency too. For this purpose the IEEE LOM standard has a Metadata element called Idea that supports Domain Conceptualizations. A Conceptualization is an abstract, simplified view of the world that we wish to represent. A Conceptual Graph is an explicit specification of a Conceptualization [8] . Conceptual Graphs are graph-like structures composed by Concepts and Conceptual Relations where every arc links some Conceptual Relation r to some concept c.
With the term Concept we intend an abstract notion that refers to a particular Conceptual Graph. Conceptual Graphs are used to link Concepts underlying the knowledge domain with several kinds of relations: (prerequisite, sub-concept, general relation, etc). As we will see, Conceptual Graphs are massively used by ABITS functions in conjunction with Metadata fields for Cognitive State modeling and automatic Curriculum Generation.
Student Modeling
ABITS student models are composed by a Cognitive State and a set of Learning Preferences.
The Cognitive State contains the knowledge degree, reached by a particular student, of every ABITS tested domain Concept [6] . We represent this information by using an array of Fuzzy Numbers (one for each concept). The decision to use Fuzzy Numbers [9] in ABITS Cognitive States arises from the necessity to manage uncertainty in the student evaluation process. In this way, in fact, we can admit different kind of evaluations with different degree of reliability.
As an example, when a student reads an expositive Learning Object (i.e. a lesson) with a given set of Concepts involved, ABITS forecasts a little increase in the knowledge of such Concepts (maintained in the Cognitive State) for this student but with a large degree of uncertainty (read doesn't mean understood). Conversely, when the same student answers correctly to a test related to the same set of Concepts, ABITS can increase again the knowledge degree of such Concepts but with a lower degree of uncertainty (user now is tested). To represent this kind of information we use more and more narrow fuzzy numbers.
Moreover, in order to model the attitude that have humans to forget what they learn, ABITS applies a Forgetting Function to Cognitive States. This algorithm, in order to signify that evaluations are more and more unreliable over the time, provides to widen the amplitudes of Conceptual knowledge degrees inside Cognitive States.
Within Learning Preferences we enclose information about the student perceptive capabilities i.e. to which kind of resources a specified student is shown to be more receptive [6] . To evaluate student preferences ABITS exploits Metadata elements contained in the Educational IEEE Metadata Category such as: Format (kind of media), Difficulty, Pedagogical Approach, Interactivity Level and Semantic Density.
To evaluate student Preferences ABITS exploits this idea: during the learning process there are Milestones (points in the student Curriculum) chosen by tutors where the Cognitive State is updated with respect to activities performed by students. After this point, a new evaluation is given for each Concept involved i n student performed activities. ABITS can evaluate the pedagogical effectiveness of Learning Object typologies by exploiting the variation between concept evaluations and the Educational Metadata information about visited Learning Objects between couples o f subsequent Milestones.
ABITS calculated information about Student Models can be exploited directly by tutors or re-used by ABITS in the Automatic Curriculum Generation procedure.
Automatic Curriculum Generation
Each student can be assigned to one or more different Courses. An ABITS Course is composed by a set of Learning Goals and by a Curriculum.
With Learning Goals (that are strongly different from Learning Objects) we intend a set of key Concepts necessary to be learnt to successful complete a specific Course. Such Concepts (as all other Concepts) are part of a Domain and are represented inside the Conceptual Graph of such Domain.
With Curriculum we intend, instead, an ordered list of Learning Objects that can be used to provide to a specific student all necessary knowledge to complete a specific Course. While Learning Goals indicate what (which Concepts) a student has to learn, Curriculum specify how these Concepts has to be learnt. Different students can require different Curriculum to learn about same Learning Goals depending on their Cognitive States and Learning Preferences. For this reason a Curriculum Generation procedure is also provided by ABITS.
Curriculum Generation is done by constructing the best Concept sequence from the Conceptual Graph o f the domain in relation to target Learning Goals and to student Cognitive State (each learning goal and each prerequisite not already known by student is inserted in this sequence) and by transforming this concept sequence into a Learning Object sequence looking at student preferences and inserting testing activities. A full description of such algorithm can be found in [6] ; an example of Curriculum Generation is presented in chapter 5.
It is important to note that the Curriculum Generation facility can be used simply to help tutors during the course management phase or directly to change in run-time student Curriculum basing on their performed activities.
THE MULTIAGENT PARADIGM
As we already seen, ABITS is conceived as a Multi-Agent System. The purpose of this chapter is to provide fundamentals about Agents, MultiAgent Systems (MAS) and Agent Oriented Software Engineering (AOSE).
In particular, our main goal is to justify our choice to implement ABITS using a Multi-Agent paradigm. As we will see in 3.2, this choice is based mainly upon Agent and MAS characteristics. This involve that an introduction to the concept of Agent and MAS is needed (paragraph 3.1). Finally (paragraph 3.3) we will discuss about which tools can help in developing MAS application and why we adopted JAFMAS [11] .
The concepts of Agent and MAS
Arguably, the most significant improvements in the field of software engineering have resulted from the introduction of powerful abstractions for managing the software inherent complexity. The key advances in program design and development over the past three decades -procedural abstraction, abstract data types, and most recently, object oriented programming (OOP) -all represent increasingly powerful examples of such abstraction. Probably the single most compelling argument in favor of agents for software engineering is that they represent yet another such abstraction.
No consensus on what is an agent, but several key concepts are important to this emerging paradigm. A software agent:
• is an autonomous, goal-directed process;
• is situated in, is aware of, and reacts to its environment;
• co-operates with other agents (software or human) to accomplish tasks. Software agents offer a new paradigm for large scale distributed heterogeneous applications. The paradigm focuses on the interactions of autonomous, cooperating processes which can adapt to human & other agents [12] . Mobility is an orthogonal characteristic which many, but not all, consider important [13] . Intelligence is always a desirable characteristic but is not strictly required by the paradigm. The paradigm is still forming. The roots of agent oriented (AO) methodology a ttain from OOP methodology [14] , [15] , [16] and AI studies [17] ; hence, an intelligent agent may be defined as "a decision making system that acts on and reacts to the environment".
Agent-to-agent communication is the key to realize the potential of the agent paradigm, just as the development of human language was the key to the development of human intelligence and societies. Agents use an Agent Communication Language (ACL) to share information and knowledge. This lead to the concept of MAS.
MAS can be defined as loosely-coupled networks of communicating and cooperating agents working together to solve problems that are beyond their individual capabilities. In order to obtain coherent system behavior, individual agents in a MAS are not only able to share knowledge about problems and solutions, but also to reason about the processes of coordination among other agents.
Why we adopted an AOSE approach
As we seen in chapter 2, ABITS is a MAS able to extend a traditional Course Management System with a set of "intelligent" functions. It is a software module able to acts transparently as an intelligent engine with respect to functionality normally exhibited by a CMS. This means that, when an "intelligent" function about Student Modeling or Curriculum Generation is needed, then the CMS requests a service to ABITS. Such behavior is depicted in figure 1 . In order to fulfil its tasks, there are two abilities that ABITS must have:
• an intelligent behavior;
• the ability to react to concurrent service requests.
Given that, it is easy to describe the reasons motivating our choice in favor of a MAS technology to provide ABITS services.
• The agent paradigm is inherently distributed in nature, the intrinsic concurrency of our task (many students can require concurrent evaluations) can take advantage from the presence of a computer network (agents can be placed on different machines).
• The MAS approach ensures an high level of workload scalability.
This means that a Multi Agent System is intrinsically able to share the workload ("intelligent" services requested by the CMS) through the pool of agents (variable in number) distributed on different machines in order to optimize the reply time and the workload of all servers.
• The MAS approach, moreover, ensures an high level of functional scalability. New "intelligent" functions can in fact be added to the system simply by adding new agents providing such functions. No modification must be made to the system behavior. Simply a new correspondence event -agent service must be added.
• The MAS architecture allows to obtain optimum solutions through cooperation between various kind of agents. As an example, to update the whole student model, four ABITS agents must interact. Each one of them can in fact obtain only partial solutions. If such agents are placed on different machines, the final solution can be reached in a fraction of the needed time.
• The MAS system, thanks to the high redundancy that is able to allow (many agent can be placed on many machines), ensures an high level of robustness too. Exploiting such feature, ABITS is able to manage many error situation that can be verified during its activity (a server goes down, a sub-net is unreliable, an agent expires, etc).
MAS implementation issues
The choice of a proper tool to implement a Multi-Agent System can arm the developer with many advantages while, being careless about it, can prove to be constricting in the long run. The inherent difficulties encountered in implementing coordinated behavior in any MAS are essentially the following:
• Another important issue is the programming language. We chose Java because of the following advantages: architecture neutral and portable, multithreading, network savvy, security, object orientation, database connectivity, native methods.
Concerning the MAS developing tool, after a careful examination of the state of the art [18], we selected JAFMAS (Java-based Agent Framework for MAS) [11] , because it pays special attention in satisfying all the discussed points. Furthermore, JAFMAS provides a well defined methodology to support all phases of MAS software development (from requirement specification to coding), according to most commonly accepted AOSE approaches [12] , [18].
HOW IS ABITS IMPLEMENTED
ABITS is a module of a greater system for Computer Based Training. Its task is limited to add "intelligence" to a classical Course Management System. This means that some kind of communication must be allowed between ABITS, CMS and external shared data sources. This led to a set of relations and interdependencies as shown in figure 2 .
As it can be seen, the ABITS and CMS modules are strongly separated, communication happens only in one way (from CMS to ABITS) using directed RMI invocations. Both modules, moreover, must have the ability to access to a shared Courses Database. CMS-ABITS interaction is matter for paragraph 4.2. Now we will describe the meaning of data sources shown in figure 2.
• 
Identifying the Agents
The starting point to identify which kind of agents have to be implemented inside ABITS is the UML Use Case Diagram shown in figure  1 . From this diagram all services that ABITS has to provide arise. There are:
• Cognitive State Evaluation (see 2.2);
• Preferences Evaluation (see 2.2 too);
• Curriculum Evaluation (see 2.3);
• Complete Student Evaluation (the Evaluate All case that is a macrofunction calling the preceding ones). Our system have exactly three kind of agents, one for each base function typology. In particular ABITS is composed by:
• Evaluation Agents that are interested of evaluating and updating Cognitive States (to do this, they interact with the Metadata Base and the ABITS Database);
• Affective Agents that are interested of evaluating and updating Learning Preferences (to do this, they interact with the Metadata Base and the ABITS Database); • Pedagogical Agents that are interested of evaluating and updating Curriculums (to do this, they interact with the Metadata Base, the ABITS Database and the Courses Database). Agent to agent communication is ensured by JAFMAS, the agent developing tool we adopt. Despite that, the CMS isn't an Agent: it is a standalone software application. In order to implement CMS-Agent communication a fourth kind of Agent is so necessary. This Agent must have the ability to be invoked directly by the CMS and to act as an interface through CMS and ABITS. We name this fourth kind of Agent Spooler Agent.
Spooler Agent is embedded in the CMS module and can be instanced as any other Java class. CMS to ABITS communication happens simply by locally calling Spooler Agent methods. In other words, when CMS requires an ABITS service, it requests this service to the Spooler Agent. Spooler Agent then finds all available Slave Agents on the net (Evaluation, Affective or Pedagogical as needed) and requests the service to one of them (the choice is made to minimize Agent workload). 
Identifying the logic interaction
ABITS Agents are divided in several multicast groups where each Agent kind corresponds to a specific group. Scalability in terms of ability to reply to concurrent requests is obtained simply by putting in each group an higher number of Agents (eventually on different hosts) as higher is the forecasted workload.
Spooler agents have to communicate with every agent typology so they are part of their group and of all other groups. Figure 4 depict the group subdivision of ABITS Agents. Practically, the Spooler Agent has the role of Agent Directory: it identifies other agents o n the net by sending multicast messages in an automatic fashion. When a Slave Agent is launched, it become visible to the Spooler Agent that adds the found Slave address in a list maintained inside its workspace. Conversely, when a Slave Agent is closed (by the user or because some kind of error occurs) it is cancelled from this list. It is important to note that all agents (including the Spooler Agent) can be duplicated in order to increase the workload that ABITS can handle.
We described how ABITS Agent interaction happens; let's now formalize what we said. The interaction between Agents in a MAS are modeled in form of Conversations.
A Conversation is an Agent plan to achieve some goal, based on interactions with other agents. We identify every possible conversation that each Agent in our system can engage in, and we represent such Conversations by developing a Finite State Machine (FSM) model for each one of them. In our MAS we identified only one Conversation type among a Spooler Agent and a Slave Agent (Pedagogical, Evaluation or Affective) in order to request and provide services. Such conversation can be seen in figure 5 form the Spooler Agent point of view (5a) and from the Slave Agent point of view (5b).
The Conversation is very simple but it allows to realize a scalable, robust and efficient system: if an error occurs, it is signaled to the Spooler Agent. When an error signal arrives through a Conversation, the Spooler Agent is able to perform a limited number of new attempt to the same or to a different Agent. If the error condition persists then the exception is passed to the CMS for handling. 
MAS implementation
The implementation phase is beyond the purposes of this paper so we will introduce only some basic concept about this step. First of all it is important to remember that the purpose of this phase is the generation of the Java infrastructure for ABITS, starting from extension points introduced by the JAFMAS framework. In particular, we were asked to extend some already defined JAFMAS class (e.g. Agent or Conversation) and implement some other new Java class to provide the system with the data structures needed to work properly.
In order to design a MAS able to find a coherent solution to the entire system problem, it is important to check the logical consistency of all Agent Conversations. Automata models like concurrent finite state machines and Petri Nets can provide useful tools for checking system coherency by analyzing the conversation models.
ABITS IN ACTION
In this section we will present some examples of how ABITS software works. Figure 6 shows how an ABITS Agent looks like. It is a Java SWING application w ith the main window composed by two principal elements: on the left side there is the Agent Conversation tree while on the right side there is a big text box displaying user selected items.
The conversation tree is composed by two folders: Multicast Group and Conversations. The Multicast Group folder contains an item for each group the Agent is registered (the Agent in figure 6 is a Pedagogical Agent so it is registered only to the Pedagogical Group). Selecting such item, all messages related to the Multicast Group will appear in the right box. The Conversations item, instead, contains three sub-folders:
• Running containing all agent-to-agent conversations still in action;
• Ended With Error containing all agent-to-agent conversations already terminated but in an error state; • Ended Without Error containing all agent-to-agent conversations terminated in a correct ending state, The following two paragraphs will present an example of CMS-ABITS interaction in two levels of details. Main data flows between user browser, CMS and ABITS agents will be described in paragraph 5.1. Moreover, paragraph 5.2 is dealt with the analysis of a single Conversation between the Spooler Agent and a Pedagogical Agent during a request for the Curriculum Evaluation service. 
CMS-ABITS Interaction Example
ABITS Agents can be launched on several servers and can be accessed from the CMS through its built-in Spooler Agent. As an example see figure 7 . A student learns from the system via Web using his own browser. When the student reaches a point on his curriculum (7a) where an ABITS function must be called (this point is named Milestone) then the CMS is noticed about that by the browser and, on the server side, a Spooler Agent is invoked to provide such service (7b).
The service is requested by the Spooler Agent to an available Slave Agent (7c). The Slave Agent performs all calculations involved in the service, modifies something in some database (Curriculum sequence or Student Model) and then replies t o the Spooler Agent with the Done performative (7d). The control returns then to the CMS (7e) that sends to the browser the current page for the student (7f). It is important to note that, after the ABITS activity such page can be changed as the remaining part of the Curriculum. 
An Example of Conversation
In this paragraph we will analyze in details, as an example of how ABITS works, a Spooler-Pedagogical Agent Conversation. Spooler Agent is requesting the Update Curriculum service and the conversation is shown from the Pedagogical Agent point of view. Courier text inside boxes is text extrapolated directly from the Pedagogical Agent message box and represents Agent messages. Text in Times represents comments to such messages.
