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Naslov: Izdelava mobilne igre s pomočjo ogrodja MonoGame
Avtor: Tilen Volk
V današnjem času se mobilne telefone uporablja tako za zabavo kot tudi za
poslovne namene. Igranje na mobilnih napravah je postalo vse bolj prilju-
bljeno, posledično je v zadnjih letih industrija razvoja iger drastično narasla.
V diplomskem delu smo predstavili celoten razvoj igre, od ideje do končnega
produkta. Za razvoj programske opreme smo se zgledovali po agilnih meto-
dah, katere se danes veliko uporablja pri izdelavi iger. Igro smo izdelovali
s pomočjo ogrodja MonoGame ter okolja za izdelovanje in oblikovanje 3D
modelov, Blender.
Diplomsko delo vsebuje pristope k reševanju pogosto pojavljenih težav,
kot so na primer premikanje, trki, sistem delcev, obnašanje nasprotnika, ro-
tacije. Tekom naloge je opisanih tudi več problemov, na katere je potrebno
paziti, kot so zmanǰsevanje števila trikotnikov, shranjevanje podatkov ter
izbira pravih sličic/pisav, ki ustrezajo večini resolucij.
Igra je sestavljena iz dveh načinov igranja, ki sta povezana s tematiko
reševanja gozdov. Vsak način igranja vsebuje 30 po težavnosti stopnjujočih
se nivojev, ki smo jih sestavili z implementiranim okoljem za izdelovanje ter
testiranje nivojev. Po zaključenih funkcionalnostih igre smo igro vodili skozi
faze izdaje, s katerimi igro testiramo in pripravimo za objavo.
Ključne besede: mobilna igra, MonoGame, Blender, razvoj igre.

Abstract
Title: Creating a mobile game using the MonoGame framework
Author: Tilen Volk
Nowadays, mobile phones are used for entertainment as well as business
purposes. Games on mobile devices are becoming increasingly popular. As
a result, the game development industry has grown dramatically in recent
years. This thesis describes the entire development of a game, from the idea
to the final product. For software development, we followed the principles of
agile methods, which are now widely used in game development. We created
the game using the MonoGame framework and the 3D modeling and design
environment Blender.
The thesis contains solution approaches to common game problems such
as motion, collisions, particle system, enemy behavior, rotations. During the
work, several problems are described that need to be considered, such as
reducing the number of triangles, saving data, and choosing the right sprites
and fonts that fit most resolutions.
The game consists of two game modes related to the forest rescue theme.
Each game mode contains 30 escalating difficulty levels, which we created
with an implemented environment for creating and testing levels. After fi-
nalizing the functionalities of the game, we took the game through the stages
of testing and preparing it for release.




V svetu je zelo veliko računalnǐskih iger, ki jih z današnjimi naprednimi ra-
zvojnimi okolji za igre ni težko narediti. Izdelava igre je za posameznika
zahtevna naloga, saj zajema veliko različnih spretnosti, kot so grafično obli-
kovanje, modeliranje, programiranje, sprejemanje kritik, reševanje problemov
linearne algebre, ustvarjanje zvočnih učinkov in izdelovanje prijaznega upo-
rabnǐskega vmesnika. Vsak nima znanja iz vseh teh področij, zato se igre
večinoma izdelujejo v skupini, kjer sodelujejo posamezniki z različnimi spre-
tnostmi. Na področjih, pri katerih nismo vešči, lahko določene elemente pri-
dobimo brezplačno ali pa plačljivo na internetnih straneh. V našem primeru
smo večino elementov naredili sami, z izjemo zvoka, pisav in nekaj sličic, ki
smo jih pridobili brezplačno na internetu.
Obstaja zelo veliko prosto dostopnih razvojnih okolij za izdelovanje iger,
kot so Unity in Unreal Engine 4, ki nam ponujajo veliko funkcij, s katerimi
si olaǰsamo izdelovanje igre. Slabost le-teh je, da uporabnik uporablja že
vgrajene funkcije, brez znanja osnov. V primeru, ko se pojavi težava, ne ve,
kje jo iskati, ker ne pozna delovanja funkcij. Za našo igro smo izbrali ogrodje
MonoGame in s tem veliko funkcij implementirali sami.
V diplomskem delu smo se osredotočili na osnovne metode za izdelavo
modelov in osnovne funkcije, potrebne za delovanje igre v ogrodju MonoGame
ter na glavne funkcionalnosti naše igre. Cilj pa je prikazati pristop k izdelavi
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mobilne igre ter predstaviti postopke zaključnih faz, skozi katere preverimo
pripravljenost igre na objavo in na kaj je potrebno paziti po objavi.
1.1 Sorodna dela
Z velikim porastom industrije iger se je povečalo število izdanih knjig in
člankov, ki opisujejo postopke razvoja iger. V teh literaturah najdemo splošne
pristope k celotnemu razvoju iger [13, 28, 25]. Precej gradiv je osredotočenih
na posamezne probleme razvijanja iger, kot so oblikovanje [23, 24], pro-
gramiranje [15, 26], matematika v igrah [16] ter na pogone [17]. Obstaja
tudi nekaj sorodnih diplomskih nalog, ampak samo v eni od njih je prikazan
celoten postopek razvijanja igre [11].
1.2 Metode razvoja programske opreme
Nedavni napredek v tehnologiji je omogočil razvoj vedno bolj zapletenih in
realističnih iger, vendar so stroški proizvodnje iger na najvǐsji ravni dosegli
ogromne denarne vrednosti, zaradi česar založniki vedno bolj tvegajo. Po-
sledično se ustvari povpraševanje po uporabi tehnik in metod, ki zagotavljajo
razvoj igre s čim manj zamud in napak, zato so postale priljubljene agilne
metode [18].
1.2.1 Agilne metode
Agilne metode so skupki metod, ki olaǰsajo razvoj programske opreme. Glavne
značilnosti agilnih metodologij so:
 sodelovanje – naročnik in razvijalci tesno sodelujejo,
 preprostost – metoda je enostavna, lahko naučljiva in prilagodljiva,
 prilagodljivost – se hitro odzivajo na spremembe zahtev,
 postopnost – majhne izdaje, hitri razvojni cikli.
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Skozi te vrednote opazimo, da se agilne metode osredotočajo bolj na izde-
lek kot na uporabljene postopke. Tako se izognemo nepotrebnim dokumen-
tacijam, prilagodimo se novim spremembam in uporabnik lahko sodeluje ter
spremlja razvoj. Znane agilne metode so SCRUM, XP in Kanban.
1.2.2 Izbrana metoda
Pri razvoju igre smo se zgledovali po principih agilnega razvoja programske
opreme. Pomemben proces razvoja je dokumentacija. V dokumentacijo smo
zapisovali vse naloge, ki jih je bilo potrebno narediti. Po potrebi smo dodajali
podnaloge, zapisovali smo vse dobljene napake ter vodili evidenco napak in
problemov, ki smo jih že rešili.
Projekta nismo razvijali po točno določenem modelu razvoja programske
opreme. Igro smo razvijali po koščkih, tako da smo si zadali več manǰsih ciljev
in le-te postopoma dosegali. Po doseženem cilju je sledilo testiranje v igri.
V procesu testiranja smo ugotovili, če smo z dodatki zadovoljni, oziroma, če
jih je potrebno popraviti ali jih sploh ne vključiti v igro. V kolikor smo z
dodatkom zadovoljni, se lotimo novega cilja. Igro smo nadgrajevali, dokler
nismo dosegli vseh zadanih ciljev in bili s celotno igro zadovoljni 1.1.
Naš način razvoja je najbolj podoben iterativnemu modelu razvoja pro-
gramske opreme, saj smo iterativno razvijali nove vidike igre in jih postopoma
nadgrajevali ter vključevali v igro.
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Slika 1.1: Potek razvoja igre
1.3 Ideja
Veliko sodobnih iger je narejenih na osnovi stareǰsih iger, pri katerih je grafika
in mehanika premikanja zastarela. Ideja naše igre izhaja iz stareǰse igre,
imenovane Kula World, ki je prikazana na sliki 1.2 [9]. Kula World je
miselna igra, ki je bila narejena leta 1998 za igralno konzolo PlayStation.
Zasnovana je po principu premikanja žoge po kockah v 3D prostoru. Vsebuje
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razne igralne predmete, kot so:
 pasti, katerih ne smeš povoziti,
 žetoni, kateri ti prinesejo več točk,
 ključ, katerega moraš pobrati, da lahko nivo zaključǐs.
Slika 1.2: Igra Kula World
Vsak nivo je omejen s časom, v katerem moraš zaključiti. Če padeš iz kock
ali pa se dotakneš katerekoli pasti, moraš nivo ponoviti. Lahko se premikaš
po vseh šestih ravninah kocke. Ravnino lahko zamenjaš, kadar imaš kocko
pred seboj in se pomikaš proti njej ter kadar si na kocki brez sosedov. Žoga





MonoGame je prosto dostopno ogrodje za izdelavo računalnǐskih iger, na-
pisano v jeziku C Sharp [5]. Omogoča izdelavo iger za mobilne, namizne
in konzolne platforme. Za vsak operacijski sistem ima MonoGame narejeno
svojo predlogo, v kateri že imaš zapisan glavni razred in imenik imenovan
Vsebina (angl. Content). Razred vsebuje konstruktor in osnovne metode za
delovanje igre. Te metode so:
 Initialize za vzpostavljanje začetnega stanja,
 LoadContent za nalaganje vsebine igre,
 Update za posodabljanje stanja igre,
 Draw za izris komponent.
Za uporabo ogrodja potrebuješ razvojno okolje Microsoft Visual Studio.
V imeniku Vsebina imaš datoteko Content.mgcb, s katero dodajamo,
brǐsemo in prevajamo komponente uporabljene v igri. Najlažje ga je upo-
rabljati s cevovodom vsebine ogrodja MonoGame [12]. Med komponente
uporabljene v igri spadajo vsa sredstva igre, kot so grafične slike, zvočni
učinki, pisave, 3D modeli ipd. Najpogosteǰsi podprti formati 3D modelov
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so FBX, COLLADA in OBJ. V igri so modeli narejeni v programu za 3D
modeliranje Blender, in sicer tipa FBX.
Igra je primerna za mobilne naprave, zato smo uporabili predlogo za
skupne nastavitve, ki omogoča deljenje iste kode med več projekti. V narejen
projekt smo vstavili še dva projekta, ki sta narejena iz MonoGame predlog
za operacijska sistema Android in iOS. Tako lahko oba s sklicem na projekt
za skupne nastavitve uporabljata isto kodo in vsebino.
2.2 Blender
Blender je prosto dostopno okolje za modeliranje, teksturiranje, izdelavo
okostja za 3D model (angl. rigging), animacije, kiparjenje, izdelavo vizu-
alnih učinkov (angl. VFX ) [3]itd. Blender podpira veliko funkcij, zato se
v določenih funkcijah ne more kosati s programi, ki so narejeni za točno
določeno funkcijo. Programska oprema ZBrush, katera ima glavno funkcijo
kiparjenje, je na primer veliko bolǰsa od funkcije kiparjenja v Blenderju. Že
dalj časa je industrijski standard za 3D modeliranje program Maya. Maya
je v večini svojih funkciji bolǰsi od Blenderja. Glavna prednost Blenderja je
prosta dostopnost, zato se ga uporablja za manǰsa podjetja ali posameznike,
Mayo pa za večja podjetja.
Slika 2.1: Blender, uporabnǐski vmesnik
Poglavje 3
Izdelava 3D modelov
Glavna elementa v igri Kula World sta kocka in krogla. V Blenderju sta kocka
in krogla že vgrajena modela. Vsak igralni pogon zna izrisovati točke, črte
in trikotnike. Eden glavnih načinov za ocenjevanje kompleksnosti modelov
je število trikotnikov. Igre za mobilne telefone potrebujejo manj podrobne
modele, zaradi manǰse zmogljivosti v primerjavi z računalniki in konzolami.
Posledično je potrebno nekatere vgrajene modele še dodatno obdelati. Kocka
ima 8 oglǐsč, 12 stranic, 6 ploskev in 12 trikotnikov, kar je optimalno, z
zmanǰsevanjem števila trikotnikov se bo model popačil in ne bo imel oblike
kocke. Pri vgrajeni krogli pa imamo 482 oglǐsč, 512 ploskev in 960 trikotnikov.




V mobilnih igrah je zaželeno imeti modele s 300 do 1500 trikotniki. Toda to
je le groba ocena. Odvisno je tudi, kakšna igra je, saj če imaš v igri več enakih
modelov, je priporočljivo modele poenostaviti. Glavni razlog, da imaš modele
z majhnim številom trikotnikov, je olaǰsati delo grafični kartici, saj morajo
za vsak okvir (angl. frame), ki se v sodobnih igrah posodobi 60-krat na
sekundo, ponovno izrisati vse trikotnike. Zelo zaželeno je zmanǰsevati število
trikotnikov na modelih, kjer vpliv zmanǰsanja ne vpliva na videz modela.
V našem primeru krogla z 960 trikotniki ne bi smel biti problem za grafično
kartico, saj s pravim zmanǰsanjem trikotnikov lahko dosežemo kroglo z veliko
manǰsim številom trikotnikov in skoraj ali celo z enakim izgledom (odvisno
od izgleda, s katerim smo zadovoljni).
Za zmanǰsevanje števila trikotnikov na modelu imamo tri metode: propad
(angl. collapse), združevanje (angl. un-subdivide) in planarna (angl. planar).
3.1.1 Propad
Združuje točke z upoštevanjem oblike mrežnega modela.
Parametri:
 Razmerje (angl. ratio) – razmerje obdržanih ploskev. Če je razmerje
1, model ni spremenjen. Pri razmerju 0.5 pa se robovi tako odstranijo,
da ima model polovico manj trikotnikov. Na slikah 3.2 in 3.3 smo
prikazali vgrajen model krogle z razmerjem 0.5 in 0.1.
 Simetrija (angl. symmetry) – model obdrži simetrično obliko prek iz-
brane osi.
 Triangulat (angl. triangulate) – Ne združuje ploskev, ki ne tvorijo
trikotnika.
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Slika 3.2: Vgrajen model krogle z
razmerjem 0.5 (242 oglǐsč, 350 plo-
skev, 480 trikotnikov)
Slika 3.3: Vgrajen model krogle z
razmerjem 0.1 (50 oglǐsč, 91 ploskev,
96 trikotnikov)
3.1.2 Združevanje
Odstranjuje robove, ki so bili deležni operacije razdeljevanja. Namenjen je
za mrežne modele, ki imajo enakomerno geometrijo.
Parametri:
 Iteracije (angl. iterations) – število opravljenih operacij združevanja.
Dve iteraciji sta enaki kot ena operacija razdeljevanja, zato se navadno
uporablja sodo število iteracij.
Slika 3.4: Vgrajen model krogle z
dvema iteracijama (130 oglǐsč, 144
ploskev, 256 trikotnikov)
Slika 3.5: Vgrajen model krogle s




Zmanǰsuje podrobnosti na oblikah, sestavljenih predvsem iz ravnih površin.
Parametri:
 Meja kota (angl. angle limit) – Združuje ploskve, ki tvorijo kote večje
od nastavljene meje.
Slika 3.6: Vgrajen model krogle z
mejo kota 15°(216 oglǐsč, 105 plo-
skev, 428 trikotnikov)
Slika 3.7: Vgrajen model krogle z
mejo kota 30°(90 oglǐsč, 26 ploskev,
176 trikotnikov)
3.1.4 Zmanǰsevanje trikotnikov na krogli
Najbolje se je obnesla metoda propad, saj je najmanj popačila obliko krogle.
Katero razmerje je primerneǰse, je odvisno od posameznika in s kakšnimi po-
drobnostmi smo zadovoljni. V našem primeru se z razmerjem 0.3 oblika žoge
skoraj ni spremenila. Zmanǰsali smo torej število trikotnikov za 70% brez, da
bi veliko vplivali na izgled modela. Po končanem zmanǰsevanju trikotnikov,
uporabimo metodo za glajenje mrež. Po prevzetih nastavitvah Blenderja,
so mreže objektov ploskovno izostrene. Po uporabi funkcije glajenja, ostrine
robov izginejo.
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Slika 3.8: Končni model krogle brez
glajenja (146 oglǐsč, 254 ploskev, 288
trikotnikov)
Slika 3.9: Končni model krogle z gla-
jenjem (146 oglǐsč, 254 ploskev, 288
trikotnikov)
Na slikah 3.10 in 3.11 sta prikazani krogli v igri, in sicer ena brez
odstranjenih trikotnikov, druga z odstranjenimi trikotniki.
Slika 3.10: Primer krogle v igri brez
odstranjenih trikotnikov




Vsak model je sestavljen iz 3D mreže, teksture pa so v 2D prostoru, zato je
potrebno 3D mrežo modela razgrniti na 2D podlago. Tak razgrnjen model
imenujemo UV mapa, na katerega veliko lažje lepimo teksturo ali barvamo
razgrnjene ploskve. U in V sta horizontalna in vertikalna os v 2D prostoru,
tako kot so X, Y in Z osi v 3D prostoru [21].
Kako izgleda Razgrnjen model, si najlažje predstavljamo na kocki.
Slika 3.12: Primer razgrnjene kocke v programu Blender
Za kockaste, sferične in cilindrične oblike ima Blender na voljo nekaj algo-
ritmov, ki avtomatsko razgrnejo mrežo objekta. Za preostale kompleksneǰse
oblike ima Blender funkcijo, imenovano Smart UV Project, ki smo jo ka-
sneje uporabili za model grma in drevesa. Bolǰse rezultate dosežemo, če sami
označimo dele modela, kjer bi jih razrezali. Pri dovolj preprostih oblikah je
funkcija Smart UV Project dovolj dobra.
Ko imamo model razgrnjen, nam preostane vstavljanje teksture na raz-
grnjeno mrežo. V našem primeru, kjer imamo preproste oblike, ni potrebno
veliko, saj le dobimo primerne teksture in jih vstavimo na našo UV mapo.
Vstavimo jih tako, da jih podamo v senčilnik in povežemo barvo teksture z
osnovno barvo na vozlǐsču, imenovanem Principled BSDF.
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Slika 3.13: Izgled senčilnika v Blenderju
Potrebnih je bilo le nekaj manǰsih popravkov, kot so premikanje razgr-
njenih ploskev kocke na položaje, ki se prilagajajo teksturi.
Slika 3.14: Mreža razgrnjene kocke, prilagojena naši teksturi in izgled teks-
turirane kocke
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3.3 Oblikovanje grma in drevesa
Blender nam ponuja veliko orodij za izdelavo oblik. Orodji, ki smo jih upora-
bili za oblikovanje drevesa in grma sta imenovani Skin Modifier in Subdivision
Surface Modifier.
S Skin Modifierjem prekrijemo oglǐsča in robove s prevleko, ki je odda-
ljena od oglǐsča z radijem. Prevleka je zgrajena predvsem iz kvadratov, le
na presečǐsčih se lahko pojavijo trikotniki. Skin Modifier je hiter način za
ustvarjanje naravnih oblik. Najbolje ga je uporabiti na samem oglǐsču in iz
njega oblikovati 3D model z osnovnimi operacijami Blenderja. Te operacije
so:
 Izvleči – z obstoječega oglǐsča (lahko tudi ploskve) izvlečeš novo oglǐsče
in ga postavǐs na želen položaj.
 Povečaj/zmanǰsaj – poveča/zmanǰsa volumen modela v izbranih točkah.
 Premik – premakne izbrana oglǐsča v želen položaj
 Rotacija – zavrti izbrane točke okoli določene osi.
Slika 3.15: Deblo drevesa s Skin modifierjem
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S Subdivision Surface Modifier pa razdelimo ploskve mreže na manǰse in
tako pridobimo bolj zglajen naraven izgled. Omogoča nam izdelavo komple-
ksnih površin, kadar izdelujemo mreže z nizkim številom oglǐsč.
Slika 3.16: Deblo drevesa po dodanim Subdivision Surface Modifierjem
S končanim deblom nam preostane samo krošnja, ki jo naredimo s preo-
blikovanjem vgrajene krogle. Tako dobimo preprosto drevo.
Slika 3.17: Model drevesa brez optimizacije (1308 oglǐsč, 1366 ploskev, 2604
trikotnikov)
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Ker hočemo imeti modele s čim manj trikotniki, je priporočljivo odstra-
niti očesu nevidne ploskve. V našem primeru so to deli vej, ki se nahajajo
v krošnjah. Tako ne naredimo vidnih sprememb in olaǰsamo delo grafični
kartici. Drevo smo optimizirali z metodami za zmanǰsevanje trikotnikov iz
poglavja 3.1, ga pobarvali in zgladili.
Slika 3.18: Končni model drevesa (315 oglǐsč, 372 ploskev, 613 trikotnikov)
Z enakimi postopki smo naredili grm.
Slika 3.19: Končni model grma (318 oglǐsč, 354 ploskev, 620 trikotnikov)
Poglavje 4
Implementacija igre
Ker obstaja veliko različnih mobilnih naprav z veliko različnimi resolucijami
in velikostmi ekrana, je eden glavnih problemov izdelati igro, ki je primerna
za čim več mobilnih naprav. Obstaja kar nekaj različnih rešitev. Dobra
rešitev je uporabiti več različnih resolucij sličic/pisav. Tako bi pri vsakem
telefonu obstajala slika/pisava, ki bi bila primerna z minimalnim skaliranjem.
Rešitev, ki smo jo mi izbrali, pa je narediti font in sličice takih resolucij,
ki bi bile primerne za največje ekrane in resolucije. Tako je potrebno za
mobilne naprave z manǰso resolucijo in ekranom sličice/pisave zmanǰsati. Pri
zmanǰsanju resolucije ne pride do velikih razlik kot pri povečanju. Povečanje
resolucij sličic se raje izogibamo, ker nam sliko popači. Pri naši rešitvi pride
do problemov, ko imamo veliko količino večjih slik in uporabljamo stareǰso
mobilno napravo. Takrat lahko pride do pomanjkanja spomina [4]. Naša igra
nima veliko sličic, zato do takega problema ne bi smelo priti.
4.1 Inicializacija
Na začetku vsake igre je potrebno pridobiti informacije o grafični napravi,
nastaviti kazalec na imenik z vsebino igre in nastaviti tri matrike. To so:
 Matrika sveta [10, 19] – s katero je prikazan koordinatni sistem sveta,
v katerega postavljamo naše modele. Sistem lahko rotiramo, transli-
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ramo in skaliramo s transformacijskimi matrikami. Vsak objekt ima
svoj koordinatni sistem, ki ga najlažje definiramo s pomočjo množenja
koordinatnega sistema sveta s transformacijskimi matrikami. Z ogrod-
jem MonoGame matriko sveta lahko definiramo s tremi parametri. Vsi
parametri so tipa Vector3, ki prikazuje točko/vektor v 3D prostoru.
Prvi parameter je pozicija izhodǐsča, drugi je vektor, ki je usmerjen
navzgor in zadnji vektor usmerjen naprej. V našem primeru smo za
matriko sveta vzeli kar identiteto. Torej izhodǐsče v točki (x=0, y=0,
z=0), kjer je smer navzgor (0, 1, 0) in smer naprej (0, 0, 1).
 Matrika pogleda [10, 19] – transformira sceno v pogled. Definiramo jo
s pozicijo kamere (izvor opazovanja), točko pogleda in vektorjem, ki
kaže navzgor.
Slika 4.1: Na levi dva čajnika in kamera v koordinatnem sistemu sveta, na
desni transformacija v koordinatni sistem pogleda.
 Projekcijska matrika [7, 19] – če gledamo matriko pogleda kot kamero,
lahko projekcijsko matriko gledamo kot lečo. MonoGame naredi per-
spektivno projekcijsko matriko na podlagi vidnega polja. Matrika per-
spektive nam omogoča, da določimo prostor gledanja (angl. viewing
frustum), ki je prikazan na sliki 4.2. Pri definiranju matrike potrebu-
jemo::
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– vidno polje (angl. field of view),
– razmerje (angl. aspect ratio),
– razdaljo bližnje ravnine (angl. near plane distance)
– razdaljao daljne ravnine (angl. far plane distance)
Slika 4.2: Prostor Gledanja
4.2 Vsebina
MonoGame vsebuje imenik, v katerega vstavimo vso vsebino igre. Preden
lahko komponente vsebine uporabimo v igri, jih je potrebno naložiti v igro.
Vse elemente naložimo z metodo LoadContent. Naložimo jih z ukazom
Content.Load<tip>("Pot do elementa"). Če imaš veliko elementov, je
nekatere priporočljivo naložiti v drugi niti. Potrebno je paziti, da je element
naložen, ko ga v igri potrebujemo. Pri manǰsih igrah vsebine ni potrebno od-
straniti. Če pa imaš veliko igro, ni priporočljivo nalagati novo vsebino brez,
da bi prej staro odstranili. V našem primeru je igra majhna in čez celotno
igro uporabljamo enake elemente, zato nam vsebine ni potrebno odstraniti.
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4.3 Zanka igre
Metode Initialize in LoadContent se izvedejo samo ob zagonu igre. Imamo
pa tudi Update in Draw metodi, ki so v neskončni zanki imenovani Zanka
igre (angl. The Game Loop). Zanka igre se zaključi, ko igro zapremo.zanke
rečemo okvir. Na telefonih se okvirji izvedejo od 30 do 60-krat na sekundo.
Število okvirjev na sekundo se razlikuje glede na zahtevnost modelov za izris,
zahtevnost izračunov v enem okvirju in specifikacije telefona [29, 30].
Slika 4.3: Arhitektura igre
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4.4 Izris
Za izris 2D elementov potrebujemo objekt, imenovan SpriteBatch. SpriteBatch
je objekt, ki vsebuje metode za pošiljanje slik do procesorja grafične kartice.
Tako lahko na ekran izrǐsemo katero koli sliko ali pisavo. Če izrǐsemo dve
sličici na isto lokacijo, bo zadnja izrisana prekrila prvo. velja za 3D modele,
če jih izrǐsemo za izrisom grafičnih slik, bodo slike prekrite z 3D modeli.
4.4.1 Izris grafičnih slik
SpriteBatch lahko pošlje več slik naenkrat do grafične kartice. Označiti mo-
ramo začetek in konec dodajanja slik v SpriteBatch. Zato vsebuje metodi
Begin in End, katere kličemo pred pričetkom risanja in na koncu risanja. Ko
se pokliče metoda End, SpriteBatch pošlje slike grafični kartici, katera upo-
rabnikom prikaže sliko. Za izris pa uporabimo metodo Draw, v katero podamo
sliko za izris, določimo lokacijo, lahko določimo del slike, ki ga želimo izri-
sati, odtenek izrisa, itd. Za izris napisov pa uporabimo metodo DrawString,
s katero definiramo besedilo, ki ga hočemo izrisati, izberemo pisavo, lokacijo,
barvo, skaliramo, itd. [6]
Slika 4.4: Koda za izris teksture in napisa na sredino ekrana
Slika 4.5: Rezultat kode za izris teksture in napisa
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4.4.2 Izris modelov
Za izris modelov potrebujemo matriko pogleda, matriko sveta in projekcijsko
matriko. Za izris modela potrebujemo dve zanki. Prva zanka je za mreže
modela, ker jih ima lahko več, druga pa za učinke, ki so del vsake mreže [6].
Koda za izris modela na sredino ekrana:
foreach (ModelMesh mesh in cube.Meshes)
{








Slika 4.6: Rezultat kode za izris modela
4.5 Podatkovna struktura sveta
Ko znamo izrisati modele, jih moramo postaviti v svet. Ker imamo povezane
kocke in se žoga premika po njih, je najbolje vzeti podatkovno strukturo
grafa. Kjer so kocke vozlǐsča, ki kažejo na sosednje kocke in žoga je spre-
hajalec po grafu. Vsako kocko ločimo na ploskve in povežemo ploskve med
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seboj. Ploskve označimo s številko, tako da imajo vse povezane ploskve enako
številko. Za ploskve, ki niso enako oštevilčene pomeni, da ne obstaja pove-
zava med njimi. Igralec lahko pride na drugače oštevilčeno ploskev samo s
skokom.
4.6 Premikanje
Za začetek smo naredili štiri preproste gumbe. Na vsakem gumbu je puščica,
ki je obrnjena v različne smeri, in sicer navzgor, desno, navzdol in levo.
Odločili smo se, da ob pritisku na gumb
”
gor“, žoga prepotuje dolžino stranice
kocke. Definirali smo začetno stanje smeri premikanja. Določili smo, da os
Z pomeni naprej/nazaj, os X levo/desno in os Y navzgor/navzdol. Trenutne
smeri premikanja smo shranili v objekt, imenovan Directions, ki ima tabelo
vektorjev dolžine štiri in dva vektorja za smeri navzgor in navzdol. Tabela
prikazuje trenutne smeri, in sicer na indeksu 0 je vektor v smeri naprej, pri 1 je
vektor desno, pri 2 je vektor nazaj in pri 3 vektor levo. Žoga pa vsebuje indeks
na trenutno smer v tabeli, katera kaže, kam smo obrnjeni. Samo gumb gor
sproži premik v smer, ki jo kaže indeks. Gumb levo zmanǰsa vrednost indeksa
za 1, gumb desno prǐsteje 1, gumb navzdol pa prǐsteje indeksu vrednost 2.
Paziti je potrebno, v kolikor indeks skoči iz intervala tabele, saj moramo
takrat indeks popraviti na ustrezno vrednost. Npr. indeks ima vrednost 3 in
mu prǐstejemo 1. Ker je vrednost indeksa večji od indeksa zadnjega elementa
v tabeli, ga je potrebno popraviti na 0. Enako je potrebno popraviti, če
vrednost pade pod ničlo. V takem primeru pa nastavimo vrednost indeksa
na zadnji element v tabeli. Tako indeks ostaja v intervalu [0, 3]. V igri
žoga lahko spremeni ravnino, in sicer ob premiku naprej in navzgor ali pa
pri premiku naprej in navzdol. Naprej in navzdol lahko opravimo samo na
posebnih kockah, ki so označene z drugačno teksturo. Pri premiku naprej
in navzgor je potrebno v tabeli zamenjati trenutno smer naprej, in sicer z
vektorjem, ki kaže navzgor. Vektor navzgor dobi vrednost vektorja nazaj iz
tabele, vektor nazaj pridobi vrednost vektorja navzdol, vektor navzdol pa
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pridobi vrednost preǰsnjega vektorja naprej. Podobno se zgodi pri premiku
naprej in navzdol.
Slika 4.7: Metodi za spremembo ravnine premikanja
Velikost žoge smo določili tako, da je obseg enako dolg, kakor stranica
kocke. Tako se ob premiku vedno zavrti za 360°. Žogi smo implementirali
tudi možnost skoka, ki preskoči eno kocko. Pri vsakem skoku preverimo,
če obstaja kocka na položaju, na katerega skačemo. Kocko ǐsčemo preko
povezav v grafu, če pa povezave ni, moramo pregledati vse kocke in poiskati
najbližjo kocko pod položajem, na katerega skačemo.
4.7 Rotacije
Rotacijo modela s transformacijskimi matrikami smo implementirali samo
ob premiku žoge za eno enoto. Takrat se žoga vedno rotira za 360°. Žoga
se ob vsakem premiku postavi na začetno stanje. S tem izničimo možnost
problema blokade kardanskega sklopa (angl. gimbal lock), ko se iz preǰsnje
rotacije dve osi poravnajo in s tem izgubimo rotacijo okoli ene osi. Ostale
rotacije so narejene tako, da izračunamo naslednjo pozicijo modela/kamere in




Ko smo imeli premikanje narejeno, nam je preostalo narediti interakcijo s
svetom. Ker imamo enostavne elemente, smo za detekcijo trkov potrebovali
samo trk med kocko in kroglo in trk med dvema kroglama. Detekcija trka med
kroglama je zelo enostavna. Potrebno je preveriti, če je razdalja od sredǐsča
ene krogle do sredǐsča druge manǰsa od seštevka polmerov obeh krogel. Če
ta trditev drži, se krogli dotikata [1, 20].
Slika 4.8: Detekcija trka med dvema kroglama
Detekcijo trka med kroglo in kocko lahko ločimo na dva koraka [1].
 1. Dobimo točko na kocki, ki je najbližje krogli. To dosežemo tako, da
za vsako os vzamemo koordinato sredǐsča krogle in jo primerjamo z isto
minimalno in maksimalno koordinato kocke. Npr. izberemo koordinato
x sredǐsča krogle in preverimo, če je v intervalu med minimalnim x-om
in maksimalnim x-om kocke. V primeru, da v interval spada, vzamemo
za x najbližje točke, kar x sredǐsča krogle, če ne spada, pa vzamemo
minimalen ali maksimalen x na kocki, odvisno kateri je najbližje x-u
sredǐsča krogle. Enako naredimo za ostale koordinate in tako dobimo
točko na kocki, ki je najbližje krogli.
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Formula za koordinato x točke na kocki, ki je najbližje krogli:
x = max(minX,min(Xs,maxX))
minX minimalen x kocke
maxX maksimalen x kocke
Xs x krogle
 2. Preverimo, če je razdalja med pridobljeno točko in sredǐsčem krogle
manǰsa ali enaka polmeru krogle.
Slika 4.9: Detekcija trka med kroglo in kocko
Poglavje 5
Načini igranja in shranjevanje
Odločili smo se, da bomo izdelali igro z dvema načinoma igranja. Ker je
igra sestavljena iz kock, ki so na videz postavljene v gozd in mi igramo
vodeno žogo, je ena ideja igranja izhajala, da se nekje v svetu pojavijo požari
in mi jih moramo pogasiti. Ta način igranja smo poimenovali Saving, ker
rešujemo gozd pred požarom. Drugi način pa izhaja iz ideje, da moramo
gozd obnavljati, zato smo naredili novo teksturo rastline, ki se ovija okoli
krogle. Drugi način smo poimenovali Planting, ker sadimo drevesa.
Za vsak način igranja smo se odločili, da bomo dosežke v igri shranjevali
lokalno na mobilni telefon in na Googlovo podatkovno bazo Firebase [2]. Na




Za način igranja Saving smo potrebovali nekaj novih grafičnih elementov.
Naredili smo kocko, ki bo prikazovala osnovni delec za ogenj. Naredili smo
tudi teksturo za kroglo nasprotnika, ki prikazuje gorečo žogo. Vse nove mo-
dele smo naredili s postopki, opisanimi v 3. poglavju. Ogenj smo prikazali
s pomočjo sistema delcev (angl. particle system). Za žogo pa smo morali
implementirati umetno inteligenco, da bo bežala pred nami.
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Slika 5.1: Izgled igralnega načina Saving
5.1.1 Točkovanje za pogašen ogenj
Vsak že obstoječ požar vsebuje 120 točk. Točke vsake 0.25 sekunde padajo s
tako hitrostjo, da se v 6 sekundah izgubi 20% točk. Po 6 sekundah se ogenj
razširi na sosednje ploskve, če obstajajo. Ko se požar razširi, preda 25%
od preostalih točk novim požarom, ki jih je ustvaril. Točke požara, ki se je
razširil, pa so postavljene na 0. Na novo nastali požari se obnašajo enako kot
se je obnašal požar, ki jih je ustvaril.













Sistem delcev je skupek enostavnih modelov, s katerimi lahko prikazujemo
pojave, kot so oblaki, ogenj, dim, voda, itd. Za izdelavo sistema delcev po-
trebujemo maksimalno število delcev, funkcijo za premikanje delcev, metodi
za ustvarjanje in odstranjevanje delcev. Za osnovni delec smo vzeli model
kocke z rumeno in oranžno teksturo [22].
Slika 5.2: Osnovni delec za sistem delcev
Ker smo hoteli doseči, da ogenj stopnjuje intenzivnost gorenja, smo ga
razdelili na 6 faz.









Metoda za ustvarjanje delcev jih zmeraj ustvari toliko, da je njihova
količina enaka trenutnemu maksimalnemu številu. Pri ustvarjanju novih del-
cev je zelo pomembno, da parametre delca, kot so hitrost, velikost in pozicija,
naključno izberemo med sprejemljivimi vrednostmi. Tako se izognemo nji-
hovega enoličnega obnašanja in z naključjem pridobimo bolj naraven izgled.
Vsak delec ima življenjsko dobo, v našem primeru je to dolžina poti, ki jo
prepotuje. Bolj kot je delec v centru požara, dalǰso življenjsko pot ima. Ko
doseže svojo maksimalno pot, ga odstranimo. Funkcija za premikanje delca
pa računa naslednji položaj. V našem primeru ima vsak delec določeno hi-
trost v smeri navzgor. Poleg tega dodamo še naključno izbrano smer, ki je
pravokotna na vektor navzgor. Tako se delec ne premika samo v eno smer,
ampak se ob vsakem premiku navzgor še pomakne v naključno izbrano smer.
S prepotovano potjo delcu manǰsamo velikost in intenzivnost rumene barve.
Slika 5.3: Primer požara
5.1.3 Točkovanje nasprotnika
Vsaka goreča krogla začne s 700 točkami. Po petih sekundah izstreli iskro,
ki ustvari požar, kjer se iskra dotakne tal. Pri izstrelu se 120 točk krogle
prenese na iskro in kasneje na požar. Krogla izgubi 20 točk. Tako ima 5
izstrelkov, preden žoga izgubi vse točke.
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Delovanje premikanja nasprotnika je enako kot premikanje igralčeve krogle.
Razlike so le v tem, da je za polovico počasneǰsi, da ne more skočiti in da za
naslednjo potezo ne čaka igralčevega vnosa. Tako smo za odločitev naslednje
poteze napisali algoritem s pomočjo algoritma A* [14]. A* se uporablja v
veliko računalnǐskih igrah, ker je preprost in hiter način za iskanje najkraǰsih
poti. Glavna posebnost algoritma je, da pri iskanju naslednjega kandidata
upošteva hevristično razdaljo, in sicer smo v našem primeru izbrali Manhat-
tan razdaljo.
Nasprotnik si s pridobljeno najkraǰso potjo do igralca pomaga tako, da
izmed možnih poti odstrani ploskev, ki gre v smeri najkraǰse poti. S tem
dosežemo, da nasprotnik vedno izbira ploskev, ki je igralcu bolj oddaljena.
Ima nekaj slabosti v primeru, ko poti ne najde. Takrat smo se odločili, da
za naslednji korak vzame ploskev, ki je igralcu najbolj oddaljena. Ko se
nasprotnik znajde v slepi ulici in je edina možna pot proti igralcu, igralca
počaka, ko pa se igralec dovolj približa, ga preskoči.
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Slika 5.4: Primer nasprotnika v igri
5.1.5 Cilj
Cilj igre je dobiti najhitreǰso pot do požarov in čim hitreje uloviti gorečo
kroglo. Če se v svetu pojavi preveč požarov, je igre konec, igralec pa mora
nivo ponoviti.





Planting je način igre, kjer sadimo drevesa, zato smo izdelali model drevesa in
grma z metodami, opisanimi v podpoglavju 3.3. Napisati smo morali metodi
za delovanje sajenja, rast dreves in grma ter točkovanje.
Slika 5.6: Izgled igralnega načina Planting
5.2.1 Sajenje in rast
Igralec ob vsakem premiku posadi drevo ali grm na preǰsnji ploskvi. Posajena
rastlina v 4 sekundah zraste do maksimalne velikosti. Prve 3 sekunde ena-
komerno počasi raste, v zadnji sekundi pa pospešeno. Igralec ima nekaj več
kot 3 sekunde časa, da rastlino povozi in jo odstrani. Ko se igralec ponovno
premakne iz ploskve, na kateri je povozil rastlino, ima naslednje posajena
rastlina manj točk. Če rastlina doseže maksimalno velikost, igralec ne more
več rastline povoziti.
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Slika 5.7: Primer dreves v rasti Slika 5.8: Primer dreves z doseženo
maksimalno velikostjo
5.2.2 Točkovanje in cilj
V prvo posajena rastlina na ploskvi je vredna 5 točk. Vsaka naslednja posa-
jena sadika na isti ploskvi je vredna 2 točki manj, razen v primeru, ko padejo
točke pod ničlo. Takrat je vrednost rastline 0.






Cilj tega načina je posaditi čim več rastlin, brez da bi kakšno povozili.
Idealna rešitev je torej Hamiltonov cikel ali pot, če obstaja. Hamiltonova pot
je pot v grafu, kjer vsako vozlǐsče obǐsčemo natanko enkrat. Cikel pomeni
podobno kot pot, le da se pot konča in začne v istem vozlǐsču. V nekaterih
nivojih Hamiltonova pot/cikel ne obstaja, zato je v nekaterih primerih bolje
kakšno rastlino povoziti in s tem doseči večje število posajenih rastlin.
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5.3 Shranjevanje in lestvica najbolǰsih
Skoraj vsaka igra ima način za shranjevanje uporabnikovih dosežkov, razen
v primerih, kjer so igre narejene, da jih je potrebno vedno od začetka prei-
grati. V našem primeru igra shranjuje napredek lokalno na mobilni telefon.
Shranjuje vse najbolǰse dosežke za posamezen nivo. V kolikor ima igralec že
dosežek pri igranem nivoju, se zapǐse najbolǰsi.
Uporabnik se lahko v igro prijavi z računom Play Games. Za prijavo
potrebuješ povezavo z internetom. Če se igralec prijavi, lahko tekmuje z
ostalimi uporabniki, ki so se prijavili. Igra se mu začne shranjevati na Goo-
glovo podatkovno bazo Firebase [2], tam se tudi hranijo podatki o lestvici
najbolǰsih. Eden glavnih problemov pri lestvicah najbolǰsih je zaznati tiste,
ki so v igri goljufali. To nam Firebase omogoča s pisanjem pravil podatkovne
baze. S pravili lahko preprečimo, da bi kakšen uporabnik spreminjal rezultate
ostalim uporabnikom. Če poznamo maksimalno število točk v nivoju, lahko
za vsak nivo postavimo mejo, do katere vrednosti lahko v bazo zapisujemo.




Eden glavnih razlogov za ohranjanje igralcev so zanimivi nivoji, ki jih je
zelo težko narediti. Skozi igro morajo nivoji stopnjevati težavnost in se ne
smejo ponavljati. Ker nam je za narediti en nivo in ga testirati vzelo preveč
časa, smo v igri naredili možnost izdelovanja nivojev in jih takoj testirali.
To možnost lahko uporablja samo razvijalec igre, zato nismo porabili veliko
časa na uporabnǐskem vmesniku.
6.1 Okolje za izdelovanje nivojev
Razvijalec lahko igro požene v načinu izdelovanja nivojev. Tam že ima po-
stavljeno prvo kocko v izhodǐsču koordinatnega sistema sveta. Če je v svetu
samo ena kocka, je ne moreš izbrisati. Razvijalec lahko poljubno dodaja
kocke, požare in nasprotnike tako, da s prstom pritisne na ploskev kocke, na
kateri želi ustvariti željen element.
To deluje tako, da se ob pritisku na ekran 2D koordinati pritiska pretvo-
rijo v 3D koordinate sveta. Pretvorba poteka s pomočjo bližnje in oddaljene
točke, ki jih dobimo iz točke pritiska na ekran, z dodano koordinato z. S pri-
dobljenimi točkami lahko pridobimo bližnjo in oddaljeno točko sveta tako, da
jih pretvorimo s pomočjo matrike pogleda in projekcijske matrike. Ogrodje
MonoGame nam to omogoča s funkcijo GraphicsDevice.Viewport.Unproject.
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Točki v koordinatnem sistemu sveta nam omogočajo definirati žarek. Defini-
ramo ga z bližnjo točko in vektorjem, ki ga pridobimo z odštevanjem bližnje
točke od daljne točke [27].
Nato poǐsčemo najbližjo kocko, ki jo žarek seka. Ker moramo na kocki
vedeti tudi, katere ploskve smo se dotaknili, je potrebno pridobiti najbližjo
ploskev, ki jo žarek seka. Tako smo dobili ploskev, na katero bomo postavili
želen element. Če ploskev že vsebuje element, se ne zgodi nič.
Z enakim postopkom kot elemente dodajamo, jih lahko tudi brǐsemo.
Slika 6.1: Uporabnǐski vmesnik okolja za izdelovanje nivojev in primer izde-
lanega nivoja
6.1.1 Testiranje nivojev
Med izdelavo nivoja lahko vedno poskusimo, kako bi nivo v igri izgledal.
Če bi kaj dodali ali odstranili, bi se samo vrnili nazaj v okolje za urejanje
in naredili želene popravke. S to funkcijo smo pridobili možnost hitrega
testiranja nivojev. Lahko smo tudi ocenili težavnost in jih sortirali, preden
smo v igri vse poskusili.
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6.1.2 Izvoz nivojev v datoteko tipa xml
Ko smo bili z nivojem zadovoljni, nam je okolje omogočalo izvoz nivoja v
datoteko tipa xml. Vse glavne podatke nivojev, kot so pozicija elementov,
tabele sosedov za kocke, začetna smer igralca, itd. smo shranili v datoteko.





Ena glavnih nalog pri ustvarjanju iger je testiranje funkcionalnosti. Preden
lahko igro izpostavimo javnosti, je priporočljivo, da igra nima napak. V
kolikor je igra plačljiva, lahko namreč pride do finančnih izgub. Kupci igre
lahko tudi zahtevajo vrnitev denarja, ki ga razvijalec mora vrniti, zato izdaja
poteka v treh fazah [8]. Te faze so:
 alfa faza,
 beta faza,
 objava in posodobitve.
7.1 Alfa faza
To je faza, kjer igro preizkušajo samo razvijalci igre. Igra je še v razvojni
fazi, skupaj z njo pa se izvajajo vzporedna testiranja, kar zagotavlja, da se
igra razvije brez napak in deluje brez zastojev. Potrebno je poskrbeti za
dokumentacijo vseh pridobljenih problemov, saj tako najlažje oceniti, katere
napake so kritične in slediti popravljenim napakam. V našem primeru smo
v tej fazi za vsak način igranja izdelali 30 nivojev in jih testirali, da se









 obnašanje požarov in dreves.
Glavni cilj te faze je, da dosežemo igro, ki jo lahko preigramo od začetka
do konca in vsebuje vse želene značilnosti. Ko je to doseženo, lahko preidemo
v naslednjo fazo.
7.2 Beta faza
Med beta fazo je igra že skoraj pripravljena za objavo. Popravljene mo-
rajo biti vse glavne težave, potrebno je iskati manǰse napake ter prilagajanje
igralčevi izkušnji.
V industriji večje igre testirajo množice testnih igralcev. V našem primeru
smo igro podali dvajsetim prostovoljcem, večinoma družinskim članom in
znancem, ki so bili pripravljeni igro igrati in kritizirati. Nobenemu nismo
ničesar povedali o igri, zato da gredo sami skozi uporabnǐsko izkušnjo. Vsak
je napisal svoje mnenje o igri in nam ga poslal. Mnenja smo pregledali in v
igro dodali ponavljajoča mǐsljenja. Nekaj nivojev smo morali preurediti po
težavnosti in popraviti nekaj gumbov v menijih. Podali so tudi nekaj idej
za izbolǰsavo animacij, na primer pri premiku kamere se kamera ne obrne
z enakomerno hitrostjo v drugo smer, ampak naj na začetku pospeši in na
koncu upočasni, da dobimo bolǰsi vtis na uporabnikih.
Naredili smo tudi več različic iger z drugačnim uporabnǐskim vmesnikom.
Vse različice smo jim dali igrati in jih vprašali, kaj jim je bolǰse.
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 Različici, kjer v eni uporabnik skoči z dvojnim klikom in v drugi s
pritiskom na gumb. Izgled je bil vsem bolǰsi pri različici z dvojnim
klikom, ampak zaradi bolǰse odzivnosti je večina izbrala različico z
gumbom.
Slika 7.1: Različica kjer skočǐs z dvoj-
nim klikom
Slika 7.2: Različica, kjer skočǐs z
gumbom
 Različici, kjer so gumbi različnih velikosti. Bolǰse jim je bilo v primeru,
ko so bili gumbi večji. Ker si veliko lažje zadel gumb in v načinu igranja
Saving, kjer je hitrost ključna, si dosegel bolǰso odzivnost.
Slika 7.3: Različica z manǰsimi
gumbi
Slika 7.4: Različica z večjimi gumbi
Zavedati se moramo, da nikoli ne bomo mogli zadovoljiti vseh igralčevih
želja. Vedno pa obstaja možnost, ki bi ustrezala večini igralcem, na katero
moramo ciljati.
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7.3 Objava in posodobitve
V tej fazi je igra pripravljena za objavo v javnost in jo lahko pričnemo pro-
dajati. Za igro je zelo priporočljivo, da je brez napak, saj lahko kupci igre
zahtevajo vračilo denarja. Ko je igra objavljena, lahko razvijalci še vedno igro
nadgrajujejo s posodobitvami. Po objavi je potrebno spremljati posodobitve
operacijskih sistemov, na katerih je igra na voljo. V našem primeru je to
operacijski sistem Android. Zadnja leta se pri operacijskem sistemu Android
vsako leto izda nova različica in z vsako posodobitvijo obstaja možnost, da
na novi različici igra ne bo delala, zato je potrebno vnaprej spremljati spre-
membe in jih dohajati.
Naše igre nismo imeli namena prodajati, zato sem jo zastonj objavil v
trgovini Google Play, z imenom ReECO. Ideja za ime izhaja iz angleških be-
sed
”




V diplomskem delu smo predstavili celoten razvoj igre, od ideje do končnega
produkta. Navdih za igro izhaja iz zastarele miselne igre, imenovane Kula
World. Za razvoj igre smo izbrali ogrodje MonoGame, ki nam že ponuja
ključne metode, na bazi katerih delujejo igre.
Za razvoj programske opreme smo se zgledovali po agilnih metodah, ka-
tere se dandanes veliko uporablja pri izdelavi iger. Uporabljena metoda je
sorodna iterativnemu modelu razvoja programske opreme, saj smo postopno
nadgrajevali igro, dokler nismo dosegli zadanega cilja.
MonoGame zahteva razvojno okolje Microsoft Visual Studio, s katerim
smo implementirali igro, ter okolje Blender, v katerem smo izdelali vse 3D
modele. Pri izdelavi 3D modelov je najpomembneje, da jih ne naredimo
preveč natančno. Vsak model je priporočljivo optimizirati z metodami za
zmanǰsevanje trikotnikov. Paziti moramo, da model ohrani želeno obliko.
Vse modele smo z UV-mapiranjem opremili s teksturami.
Pri implementaciji igre smo se srečali s problemom izbire ustreznih veli-
kosti sličic in pisav. Izbrali smo večje slike, ki ugajajo vsem mobilnim napra-
vam z visoko resolucijo, pri napravah z manǰso resolucijo jih je potrebno le
pomanǰsati. V inicializaciji smo nastavili matriko sveta, pogleda ter projek-
cijsko matriko, ki nam omogočajo: premikanje, skaliranje, vrtenje elementov
ter izris elementov na želen položaj.
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Vsaka igra vsebuje glavno zanko, v kateri se izvajajo metode osveži in
izrǐsi. Doseči želimo čim hitreǰsi obhod zanke, saj to močno vpliva na odziv-
nost igre. Hitrost zanke je odvisna od: števila trikotnikov na 3D modelih,
količine elementov na ekranu, časovne zahtevnosti izračunov poziciji elemen-
tov ter ostalih deležnih algoritmov, ki so potrebni za delovanje igre. Najtežji
del izdelave igre je bilo premikanje žoge po kockah, saj se žoga lahko pre-
mika po vseh šestih ravninah kocke. potrebno je bilo napisati funkcijo, ki je
pretvarjala trenutno ravnino v novo doseženo ravnino. Igra je zahtevala im-
plementacijo funkciji za zaznavo trkov med dvema kroglama ter med kocko
in kroglo.
Igro lahko igramo na dva načina, in sicer lahko lovimo gorečo žogo ter
pogasimo požare ali skušamo posaditi čim več rastlin. Požari so narejeni s
pomočjo sistema delcev. Izdelava smiselnih nivojev je bil časovno najdalǰsi
postopek. Izdelali smo pomožno okolje, ki razvijalcu igre omogoča enostavno
izdelavo nivojev z istočasnim testiranjem. S tem okoljem smo v zelo kratkem
času uspeli narediti 30 po težavnosti stopnjujočih se nivojev za vsak način
igre.
Dosežene točke in ostali podatki igre se shranjujejo lokalno v napravi. V
kolikor se igralec v igro prijavi z računom Google Play, se podatki shranjujejo
še na Googlovo podatkovno bazo Firebase.
Nazadnje podamo igro skozi različne faze izdaje, skozi katere igro testi-
ramo in pripravimo na objavo. Poleg razvijalčevega testiranja, je zelo pri-
poročljivo testiranje oseb, ki pri razvoju niso sodelovale. Na takšen način pri-
dobimo informacije o slabostih in pomanjkljivostih v igri ter se osredotočimo
na reševanje le-teh. Ko je igra testno preigrana in brez napak, je pripravljena
na objavo. Po objavi je igro potrebno posodabljati vzporedno s posodobi-
tvami operacijskih sistemov. Tako sta posodobitvi igre ter operacijskega
sistema skladni in imata bolǰsi medsebojni odnos.
Iz začetne ideje smo skozi ciklični proces načrtovanja, implementiranja
in ovrednotenja prǐsli do želenega cilja in poleg končnega produkta pridobili
nove izkušnje, znanja ter kompetence na področju razvoja mobilnih iger.
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