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Sazˇetak. U ovom zavrsˇnom radu proc´i c´emo kroz osnove programskog jezika Ruby.
Predstavit c´emo leksicˇku strukturu, osnovne tipove podataka, izjave i izraze Rubyja. Na
kraju c´emo proc´i kroz osnove objektno orijentiranog programiranja u Rubyju. Paralelno s
tim radit c´emo usporedbu s programskim jezikom Python.
Kljucˇne rijecˇi: Ruby, Python, token, izraz, izjava, metoda, blok, proc, lambda, objek-
tno orijentirano programiranje, objekt, klasa, modul.
Abstract. In this work, we’ll cover the basics of the Ruby programming language. We’ll
present the lexical structure, basic data structures, expressions and statements in Ruby. At
the same time, we’ll be making a comparison with the Python programming language.
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Cilj ovog zavrsˇnog rada je proc´i kroz osnove Ruby programskog jezika. Prvo c´emo proc´i kroz
osnovne karakteristike programskog jezika Ruby, ukljucˇujuc´i leksicˇku i sintakticˇku strukturu.
U sljedec´em poglavlju c´emo proc´i kroz tipove podataka u Rubyju, njihove literale te najcˇesˇc´e
koriˇstene metode na njima. U poglavlju poslije tog, proc´i c´emo kroz razlicˇite vrste izraza u
Rubyju, a u poglavlju poslije tog kroz kontrolne strukture Rubyja. U pretposljednjem po-
glavlju obradit c´emo metode i objekte koji reprezentiraju blokove. U posljednjem poglavlju
c´emo se posvetiti objektno orijentiranom programiranju u Rubyju. Pri tome c´e se obratiti
pozornost na razlike izmedu Rubyja i Pythona te Rubyjeve nedostatke i prednosti opc´enito.
Medutim, iako je Ruby dizajniran s jednostavnosˇc´u kao ciljem, on je vrlo moc´an jezik s vrlo
sˇirokim rasponom moguc´nosti. Shodno tome, ovaj rad nec´e ulaziti u neke od kompliciranijih
tema u Rubyju poput paralelnog programiranja i metaprogramiranja. Kako se ovaj rad bavi
programskim jezikom, neophodno je pojavljivanje nekog programskog koda u njemu. Svaki
komad koda izgledat c´e ovako:
Listing 1: kod 1
1 a =[1 , 2 , 8 ]
2 a . each do | elem |
3 p r i n t elem
4 end
Ponekad c´e se kod napisan u Rubyju usporedivati s ekvivalentnim kodom napisanim u Pyt-
honu. Tada c´e kodovi izgledati ovako:
Listing 2: kod1
1 a =[1 , 2 , 8 ]
2 a . each do | elem |
3 p r i n t elem
4 end
Listing 3: kod1 Python
1 a =[1 , 2 , 8 ]
2 for elem in a :
3 print ( elem )
1.1 Programski Jezik Ruby
Ruby je dinamicˇan programski jezik koji je u potpunosti objektno orijentiran. Tvorac Rubyja
je Yukihiro ”Matz” Matsumoto, cˇiji je cilj bio napraviti jezik ”moc´niji od Perla i viˇse objek-
tno orijentiran od Pythona.” Prva verzija Rubyja (0.95) izdana je u prosincu 1995. godine,
a verzija 1.0 u prosincu 1996. godine. Posljednja stabilna verzija 2.3.1 izdana je u travnju
2016. godine. Ovaj zavrsˇni rad pisan je za verziju 1.9.1 Rubyja i usporedivat c´e se s verzijom
3.4 Pythona.
1.2 Objektno Orijentirano Programiranje
Objektno orijentirano programiranje(skrac´eno: OOP) je paradigma programiranja u kojoj je
fokus stavljen na objekte - strukture koje sadrzˇavaju podatke, u obliku atributa, te kodove,
u obliku metoda. U OOP modeliramo stvarni zˇivot koristec´i programske klase i objekte koji
su odredeni svojim stanjem i ponasˇanjem. Bitni pojam u OOP je klasa - nacrt objekta,
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odnosno predlozˇak po kojem je odredeni objekt stvoren. Neke od karakteristika OOP su
enkapsulacija i nasljedivanje. Ruby i Python su oboje primjeri objektno orijentiranih jezika.
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2 Osnovne Karakteristike
Ruby je dinamicˇan programski jezik jake tipizacije. To znacˇi da se tipovi daju podacima za
vrijeme izvrsˇavanja, dok su promjene tipa moguc´e, ali se ne dogadaju implicitno. Sljedec´i
primjer to ilustrira:
Listing 4: kod2
1 def f oo ( a )
2 i f a==1
3 puts ”Sve j e u redu ! ”
4 else
5 puts ” s t r i n g ”+a
6 end
7 end
U gornjem primjeru c´e se
foo (1 )
izvrsˇiti bez problema, ali npr.
foo (2 )
c´e izbaciti TypeError. Primjer nam je pokazao da je Ruby jezik jake tipizacije jer ne pretvara
implicitno Fixnum u String, dok dinamicˇnost vidimo iz toga sˇto se TypeError ne pojavljuje
ako interpreter ne dode do reda 5 u kodu. Python funkcionira na isti nacˇin.
Ruby je skriptni jezik. To znacˇi da se izjave izvrsˇavaju sekvencijalno, iako kontrolne strukture
mogu utjecati na redoslijed izvrsˇavanja. Za razliku od jezika poput C++, Ruby ne sadrzˇi
main metodu vec´ se pocˇinje izvrsˇavati od prve linije koda (s iznimkom BEGIN izjave o kojoj
c´e viˇse biti rijecˇi u poglavlju 5). Ruby je ekspresivan jezik i drzˇi se principa najmanjeg
iznenadenja, tj. dizajniran je za funkcioniranje na nacˇin na koji bi prosjecˇan programer to i
ocˇekivao. Misao vodilja Matza u dizajniranju Rubyja je: ”Ruby je dizajniran kako bi ucˇinio
programere sretnima.” Tipicˇan primjer toga mozˇe se vidjeti u nacˇinu na koji bismo pomoc´u
Rubyja dva puta ispisali neku recˇenicu:
Listing 5: kod3
1 2 . t imes {puts ” He l lo ! ”}
Listing 6: kod3 Python
1 for i in range ( 2 ) :
2 print ( ” He l lo ! ” )
Iako je i Python vrlo ekspresivan jezik, cˇak bi i potpuni programerski laici mogli razumjeti
sˇto c´e kod3 ispisati prilikom pokretanja.
Kao sˇto je vec´ napomenuto, Ruby je u potpunosti objektno orijentiran. Gotovo sve u Rubyju
je nekakav objekt, iako postoje iznimke poput lista argumenata. Tako smo u prosˇlom pri-
mjeru mogli pozvati metodu times na objekt 2. Objektno orijentiranom programiranju u
Rubyju c´emo se viˇse posvetiti u poglavlju 7.
Ruby ima josˇ jedno zanimljivo svojstvo. Naime, sve izjave u Rubyju su izrazi, tj. vrac´aju
neku vrijednost, makar to bilo nil. Cˇak su i neke kontrolne strukture poput if izrazi u
Rubyju pa mozˇemo imati kod poput ovoga:
Listing 7: kod4
1 y = i f x>0 then 1 else 2 end
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Viˇse o tome c´emo rec´i u poglavljima 4 i 5.
Cˇesto navodena glavna razlika izmedu Rubyja i Pythona je filozofska: Ruby se vodi filozo-
fijom postojanja viˇse nacˇina za rjesˇavanje nekog problema, dok se Python vodi filozofijom
postojanja jedinstvenog nacˇina rjesˇavanja nekog problema.
Neke od karakteristika Rubyja koje bi mogle biti neobicˇne onima koji su naviknuli progra-
mirati u drugim jezicima su mutabilnost stringova te cˇinjenica da petlje i uvjetne strukture
u Rubyju evaluiraju sve osim false i nil kao true, ukljucˇujuc´i i nulu.
2.1 Leksicˇka Struktura
Kod u Rubyju sastoji se od niza tokena, koji mogu biti komentari, literali, punktuacija,
identifikatori ili kljucˇne rijecˇi, te od praznog prostora (tzv. whitespace).
Komentari pocˇinju znakom # i sav tekst poslije njega do kraja reda se ignorira. Ako zˇelimo
napisati komentar koji se protezˇe kroz viˇse redova, mozˇemo to ucˇiniti na dva nacˇina. Prvi
nacˇin je jednostavno na pocˇetku svakog reda staviti #. Drugi nacˇin je zapocˇeti red s =begin,




3 =begin drug i
4 nacin
5 =end
Literali su vrijednosti koji su pojavljuju direktno u Rubyjevom izvornom kodu. Oni mogu





3 ” r i j e c ”
4 / regexp /
Punktuacija sluzˇi za delimitiranje stringova, regexpa itd., za pozivanje operatora te josˇ niz
raznih funkcija.
Identifikatori su imena varijabli, metoda, klasa itd. Mogu se sastojati od slova, brojeva i
znaka, ali ne mogu pocˇinjati brojem. Ako pocˇinju velikim slovom, Ruby ih smatra kons-
tantom i upozorava (ali ne zabranjuje) njihovo mijenjanje. Osim toga, identifikatori mogu
zapocˇinjati ili zavrsˇavati odredenim punktuacijskim znakovima, svaki od kojih daje odredeno
znacˇenje: stavljanjem znaka $ na pocˇetku identifikatora oznacˇavamo globalnu varijablu, stav-
ljanjem @ varijablu instance, a stavljanjem @@ varijablu klase. Prema konvencijama, na
kraju indentifikatora metoda koje vrac´aju Boolean vrijednost stavljamo ?, a ! ako bi ih se
trebalo oprezno koristiti. Postoji josˇ i znak = koji stavljamo kao oznaku da metoda postavlja
vrijednost neke varijable.
Kljucˇne rijecˇi su tokeni posebnog znacˇaja u Rubyju. Njih ne mozˇemo koristiti kao identifika-
tore, osim ako ne stavimo $, @ ili @@ kao prefiks. S druge strane, mogu se koristiti kao imena
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metoda, ali se to ne preporucˇa jer rezultira potencijalno zbunjujuc´im kodom. Osim kljucˇnih
rijecˇi, postoje neke metode koje su implementirane na Kernel, Module, Class, Object pa se
u praksi ni njihova imena ne koriste. Ekstenzivna lista kljucˇnih rijecˇi i prethodno navedenih
metoda mozˇe se nac´i u [2].
2.2 Sintakticˇka Struktura
Osnovna jedinica sintakticˇke strukture u Rubyju je izraz. Primarni izrazi su oni koji direktno
reprezentiraju vrijednosti poput literala stringova ili brojeva te referenci na varijable. Kom-
pliciranije izraze i izjave dobivamo kombiniranjem izraza, operatora i izjava. Viˇse jedinice




U ovom c´emo poglavlju proc´i kroz razlicˇite tipove podataka u Rubyju, od brojeva do hasheva.
3.1 Booleani
Za razliku od Ptyhona, u Rubyju ne postoji Boolean klasa, vec´ tri posebne klase: TrueClass,
FalseClass i NilClass cˇije su singleton instance true, false i nil vrijednosti. Kao sˇto je vec´
prethodno napomenuto, u Rubyju true i false nisu isto sˇto i 1 i 0 pa se tako, u slucˇaju da
Ruby zahtjeva Boolean vrijednost, i 1 i 0 ponasˇaju kao true, sˇto je u suprotnosti s ponasˇanjem
1 i 0 u Pythonu.
3.2 Brojevi
U Rubyju je skoro pa sve objekt pa tako i brojevi. Tocˇnije, brojevi u Rubyju pripadaju klasi
Numeric koju nasljeduju klase Integer, koja sadrzˇi cijele brojeve, te klasa Float, koja sadrzˇi
brojeve s pomicˇnom tocˇkom. Klasu Integer takoder nasljeduju dvije klase: Fixnum, koja
sadrzˇi vrijednosti unutar 31 bita, te Bignum za ostale. Standard library Rubyja sadrzˇi josˇ
klase Complex, BigDecimal i Rational za redom kompleksne brojeve, realne brojeve arbi-
trarne preciznosti i racionalne brojeve. Svi objekti koji pripadaju tim klasama su imutabilni.
Na svim tim klasama su definirane standardne operacije +,-,* i /. Ako rezultat operacija
na objektima klase Fixnum proizvede prevelik rezultat, Ruby automatski pretvara rezultat
u Bignum. Dijeljenje funkcionira kao i u Ptyhonu, tj. ako su oba operanda cijeli brojevi,
onda c´e i rezultat biti cjelobrojan.
U Pythonu pak brojevi nisu objekti. U Rubyju, za razliku od mnogih drugih programskih
jezika, floating-point brojeve manje od 1 ne mozˇemo zapisati bez pocˇetne nule, tj. naredba
Listing 10: kod5
1 x = . 3
nije validna u Rubyju, ali je validna u Ptyhonu.
3.3 Tekst
U Rubyju postoje dvije bitne klase vezane uz tekst. Jedna je klasa String koja sluzˇi za
reprezentiranje teksta, a druga je Regexp koja sluzˇi za reprezentiranje tekstualnih uzoraka.
Ruby sadrzˇi nekoliko nacˇina za definiranje String objekata. Ovdje c´emo proc´i kroz neke od
njih.
Vjerojatno najkoriˇstenije metode za definiranje String objekata su koriˇstenje jednostrukih
ili dvostrukih navodnika. Tekst unutar navodnika tada predstavlja vrijednost stringa.
Listing 11: kod6
1 x = ’Ovo j e pr imje r s t r i n g a unutar j ednos t ruk ih navodnika . ’
2 y = ”Ovo j e pr imje r s t r i n g a unutar dvostruk ih navodnika . ”
Problemi se mogu pojaviti kada zˇelimo unutar stringa ubaciti navodnike bez da se string
prekine. U Rubyju to radimo tako da stavimo backslash znak prije navodnika.
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Listing 12: kod7
1 x = ’ Pr\ ’ mjer . ’
2 y = ”Pr\” mjer . ”
3 puts x , y
4 # Pr ’mjer .
5 # Pr”mjer .
6 # => n i l
Ako pak zˇelimo prikazati backslash, onda koristimo dvostruki backslash:
Listing 13: kod8
1 x = ’ Pr\\mjer . ’
2 puts x
3 # Pr\mjer
4 # => n i l
Medutim, kada koristimo jednostruke navodnike, udvostrucˇavanje backslasha nije nuzˇno.
Naime, unutar jednostrukih navodnika backslash c´e imati posebnu funkciju iskljucˇivo ako
se nalazi prije josˇ jednog backslasha ili jednostrukog navodnika. S druge strane, unutar
dvostrukih navodnika postoji puno vec´i broj posebnih nizova znakova, sˇto s backslashom, sˇto
bez njega. Zbog toga u ovom radu nec´emo proc´i ekstenzivno kroz njih, vec´ samo predstaviti
nekoliko primjera:
Listing 14: kod9
1 ”\tTab nakon kojeg j e novi red\npa jedan backs la sh \\”
2 x=”\u0053” # \u p r e d s t a v l j a Unicode
3 puts x
4 # S
5 # => n i l
Josˇ jedna prednost koriˇstenja dvostrukih navodnika za definiranje stringova je to sˇto Ruby
dozvoljava interpolaciju stringova: zamjenjivanje arbitrarnog izraza njegovom vrijednosti.
To radimo tako da izraz stavimo unutar viticˇastih zagrada ispred kojih stavimo ljestve.
Listing 15: kod10
1 ”2+2=#{2+2}”
Ako pak zˇelimo samo referencirati neku globalnu varijablu ili varijablu instance ili klase,
onda mozˇemo maknuti viticˇaste zagrade.
Listing 16: kod11
1 $g loba lnavar = ’ pr imje r ’
2 ”#$g loba lnavar ” # ”primjer ”
Ruby takoder podrzˇava arbitrarne delimitere stringova. Ako string zapocˇnemo s %q, odnosno
%Q, tada znak koji stavimo poslije q, odnosno Q, postaje delimiter stringa, a string se
ponasˇa kao da je delimitiran jednostrukim, odnosno dvostrukim navodnicima. U slucˇaju da
koristimo %Q mozˇemo izostaviti Q.
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Listing 17: kod12
1 %q−Ovo j e va l idan s t r i n g−
Ako nam ne odgovara niti jedan delimiter, Ruby ima josˇ jedan nacˇin za definiranje stringova,
a to je koriˇstenje here dokumenata. Here dokumenti pocˇinju s << ili <<- nakon cˇega slijedi
identifikator ili string koji definira zavrsˇni delimiter. Tekst pocˇinje u sljedec´em redu i zavrsˇava
kada se delimiter pojavi sam u nekom redu.
Listing 18: kod13
1 document = <<KRAJ # Napomena : Jedino ovd je mozemo s t a v i t i komentar
2 Lorem ipsum do lo r s i t amet
3 ’ ”” \ bla # bla
4 KRAJ
Postoji josˇ jedan nacˇin interpolacije stringova u Rubyju koji postoji i u Pythonu:
Listing 19: kod14
1 ”2+2 j e %d” % (2+2)
Postoje nekoliko korisnih operatora definiranih na String klasi. Neki od njih, poput +, ==,
<, funkcioniraju isto kao i u Pythonu. S druge strane, konkatenacija stringova je puno
jednostavnija i intuitivnija u Rubyju nego u Pythonu.
Listing 20: kod15
1 x=” jedan ”
2 y=”dva”
3 x<<y # x po s t a j e ” jedandva ”
Listing 21: kod15 Python
1 x=” jedan ”
2 y=”dva”
3 x = ”” . j o i n ( [ x , y ] )
Vjerojatno najvec´a razlika medu stringovima u Rubyju i Pythonu je to sˇto su u Rubyju
stringovi mutabilni objekti. To znacˇi da Ruby interpreter ne mozˇe koristiti jedan objekt za
reprezentiranje identicˇnih string literala. Takoder, to u Rubyju omoguc´uje ovakav kod:
Listing 22: kod16
1 x=’ abcd ’
2 x [1 ]= ’ f ’ # x po s t a j e a fcd
U Pythonu nam takav kod ne bi prosˇao.
Medutim, ako nam je potrebna klasa objekata koji sadrzˇe niz znakova i koji su imutabilni,
Ruby nam i tu mozˇe pomoc´i sa Symbol klasom. Simboli se definiraju dvotocˇkom nakon koje
slijedi string koji, ako ne sadrzˇi razmake, ne mora biti omeden navodnicima. Ako pak je,
mozˇemo, kao i kod stringova, koristiti arbitrarne delimetere ako umjesto dvotocˇke stavimo
%s. Tako su
Listing 23: kod17
1 : pr imje r
2 : ’ p r imje r ’
3 : ’ p r i mjer ’
4 %s−primjer−
sve validni primjeri simbola.
Za razliku od stringova koji mogu imati isti sadrzˇaj, ali biti dva razlicˇita objekta, kod sim-
bola je tako nesˇto nemoguc´e. Operacije usporedivanja simbola su brzˇe nego iste operacije na
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stringovima pa se preporucˇa koriˇstenje simbola kada ne koristimo stringove zbog njihovog
sadrzˇaja vec´ kao identifikatore. Ekvivalentna klasa ne postoji u Pythonu, ali nije ni potrebna
jer se stringovi u Pythonu ponasˇaju kao simboli u Rubyju.
3.4 Polja
Polja su niz vrijednosti kojima pristupamo po njihovoj poziciji u nizu. Prva vrijednost u
polju ima indeks nula. Literal polja je niz vrijednosti razdvojen zarezima i omeden uglatim
zagradama. Posebno, za izrazˇavanje literala polja cˇiji su elementi stringovi bez zareza imamo
posebnu sintaksu:
Listing 24: kod18
1 %w | ( [ \ t b la b la | # [”(” ,” [ ” , ”\ t ” ,” b l a ” ,” b l a ” ]
Polja su mutabilna i ne moraju svi elementi biti istog tipa. Sˇtoviˇse, element nekog polja
mozˇe biti drugo polje. Nadalje, polja se mogu dinamicˇki povec´avati dodavanjem elementa
izvan granica polja pri cˇemu se polje nadopuni nil elementima:
Listing 25: kod19
1 a = [ 1 , [ 4 , 5 ] , 3 ] # po l j e s 3 elementa
2 a [ 4 ] # n i l ( Pr imje t i : Python b i ovd je i z b a c i o IndexError )
3 a [4 ]=10 # a=[1 , [ 4 , 5 ] , 3 , n i l , 1 0 ]
Klasa Array takoder sadrzˇi kontruktor new koji omoguc´uje josˇ nacˇina inicijaliziranja eleme-
nata:
Listing 26: kod20
1 x = Array . new # [ ]
2 y = Array . new (5) # [ n i l , n i l , n i l , n i l , n i l ]
3 z = Array . new (2 , x ) # [ [ ] , [ ] ]
4 ar r = Array . new (5) { | i | 2∗ i−1} # [−1 ,1 ,3 ,5 ,7]
Prodimo sada kroz neke od metoda klase Array. Metoda each prolazi kroz elemente polja te
za svaki izvrsˇi odreden kod. Identicˇan efekt se u Pythonu postizˇe koriˇstenjem for petlje:
Listing 27: kod21
1 a=[ ’ a ’ , ’ b ’ , ’ c ’ ]
2 a . each { | x | puts x}
Listing 28: kod21 Python
1 a=[ ’ a ’ , ’ b ’ , ’ c ’ ]
2 for x in a :
3 print ( x )
Jedna od Pythonovih prednosti nad Rubyjem je vec´i broj struktura podataka. U Pythonu
tako osim lista, koje funkcioniraju gotovo identicˇno kao polja u Rubyju, postoje josˇ i tuple
objekti (n-torke) koji su imutabilni te deque objekti koji su generalizacija stackova i queova.
(Napomena: deque se nalazi u Collections modulu).
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3.5 Hashevi
Hash je struktura podataka koja sadrzˇava skup kljucˇeva i svakom od njih pridruzˇuje neku
vrijednost. Drugi termini za hasheve su mape te asocijativna polja.
Hash literali u Rubyju se piˇsu vrlo slicˇno diciontaryjima u Pythonu, s time da umjesto :
piˇsemo =>
Listing 29: kod22
1 gradovi = {” Hrvatska ”=>”Zagreb” , ” Ber l i n ”=>”Njemacka”}
2 gradovi [ ” Hrvatska ” ] # ”Zagreb”
Koriˇstenje mutabilnih objekta kao kljucˇeve u hashevima je problematicˇno te se strogo pre-
porucˇa da se takvo ponasˇanje izbjegava (Ruby, dodusˇe, nec´e eksplicitno to zabraniti kao
sˇto c´e to Python napraviti s kljucˇevima dictionaryja). Kako se stringovi cˇesto koriste kao
kljucˇevi, a mutabilni su, Ruby radi privatne kopije svih stringova koji se koriste kao kljucˇevi.
Medutim, svejedno je efikasnije umjesto njih kao kljucˇeve koristiti simbole. U tom slucˇaju
dvotocˇku mozˇemo pomaknuti s pocˇetka na kraj simbola pa sintaksa postaje josˇ slicˇnija onoj
u Pythonu:
Listing 30: kod23
1 gradovi = {Hrvatska : ”Zagreb” , Be r l i n : ”Njemacka”}
2 gradovi [ : Hrvatska ] # ”Zagreb”
3.6 Rasponi
Rasponi u Rubyju su objekti klase Range. Literali raspona piˇsu se stavljanjem dvaju tocˇaka,
ako zˇelimo ukljucˇiti krajnju vrijednost, ili tri tocˇke izmedu pocˇetne i krajnje vrijednosti. Za
granicˇne vrijednosti mozˇemo koristiti samo one vrijednosti za koje je implementiran opera-
tor <=> koji usporeduje dvije vrijednosti i vrac´a -1,0 ili 1. Postoje dvije vrste raspona:
diskretni i neprekidni. Diskretni rasponi su oni cˇije granicˇne vrijednosti imaju definiranu
metodu succ, a neprekidni oni koji nemaju. Diskretne raspone mozˇemo koristit kao iteratore
pomoc´u metoda each i step te ih pretvoriti u polja pomoc´u metode to a.
Listing 31: kod24
1 suma = 0
2 d i s k r = 1 . . 5 # di s k r e t an raspon
3 d i s k r . each { | x | suma += x} # suma po s t a j e 15
4 d i s k r . s tep ( 2 ) { | x | suma += x} # suma po s t a j e 24
5 d i s k r . to a # [1 ,2 , 3 , 4 , 5 ]
6 nepr = 1 . 0 . . 5 . 0 # neprekidan raspon
7 nepr . each { | x | suma+= x} # TypeError
U gornjem primjeru je dosˇlo do TypeError jer klasa Float nema definiranu metodu succ. Isti
bi ishod bio da smo nepr pokusˇali pretvoriti u polje metodom to a.
U Pythonu rasponi mogu imati iskljucˇivo cijele brojeve za granicˇne tocˇke i kao step parametar
te nikada ne ukljucˇuju krajnju tocˇku. Medutim, prosˇirenje range funkcije u Pythonu za
12
floating point brojeve je jednostavno (Jedan primjer mozˇe se pronac´i na [7]).
Primarna uloga raspona je provjeravanje pripadnosti neke vrijednosti tom rasponu. Postoje
dvije razlicˇite definicije za pripadnost rasponu: diskretna i neprekidna. Neprekidna definicija
ima smisla za svaki raspon jer koristi metodu <=> koja je uvijek definirana za granicˇne
vrijednosti raspona. Prema toj definiciji neka vrijednost x pripada rasponu a..b, odnosno
a...b ako vrijedi:
a<=x<=b, odnosno a<=x<b
Diskretna definicija pripadnosti rasponu ovisi o succ metodi pa ima smisla iskljucˇivo na
diskretnim rasponima. Prema njoj vrijednost x pripada rasponu a..b ako skup koji se sastoji
od a,a.succ,a.succ.succ,... sadrzˇi u sebi x. Ruby tako ima nekoliko metoda za provjeru
pripadnosti rasponu. Metode include? i member? metode koriste neprekidnu definiciju na
rasponima cˇije su granicˇne tocˇke brojevi, a diskretnu inacˇe, dok metoda cover? uvijek koristi
neprekidnu definiciju pripadnosti rasponu.
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4 Izrazi
Izrazi su komadi Ruby koda za koje interpreter vrac´a neku vrijednost. Puno programskih
jezika, poput Pythona, radi distinkciju izmedu izjava i izraza poput petlji. U tim jezicima
izjave kontroliraju tok programa, ali ne vrac´aju neku vrijednost. U Rubyju ne postoji jasna
distinkcija izmedu izraza i izjava. Unatocˇ tome, izraze koji koriste sintaksu uobicˇajenu za
izjave smatrat c´emo izjavama i njima c´emo se posvetiti u poglavlju 5.
Najjednostavniji izrazi su literali te odredene kljucˇne rijecˇi poput nil, true, false i self. Medu
jednostavne izraze ubrajamo i reference varijabli te konstanti koje vrac´aju vrijednost sprem-
ljenu u varijabli. Konstante su varijable za koje ne zˇelimo da mijenjaju svoju vrijednost (iako
Ruby to nec´e zabraniti). Imena konstanti izgledaju kao imena lokalnih varijabli s time da
imaju veliko pocˇetno slovo. Konstante, neovisno o tome gdje su definirane, imaju vidljivost
globalnih varijabli. Ako varijabla nije instancirana i pokusˇamo je referencirati, doc´i c´e do
gresˇke osim u sljedec´im slucˇajevima:
Varijabla je globalna, varijabla instance ili je lokalna varijabla za koju se pojavio izraz pri-
druzˇivanja, ali do samog pridruzˇivanja nije dosˇlo, tj. ako imamo ovakvu situaciju:
Listing 32: kod25
1 x = ” pr imjer ” i f fa l se
U sva tri slucˇaja c´e referenciranje tih varijabli vratiti nil. U Pythonu takve iznimke ne pos-
toje. Pokusˇaj referenciranja varijable koja nije inicijalizirana uvijek izbacuje gresˇku.
Pozivi metoda su takoder izrazi i sastoje se od cˇetiri dijela: Izraza cˇija je vrijednost objekt
na kojem pozivamo metodu odvojen od imena metoda s . ili s :: nakon cˇega slijede zagrade
unutar kojih se nalaze argumenti koje prosljedujemo metodi. Konacˇno, mozˇemo imati i blok
koda delimitiran viticˇastim zagradama ili s do/end. Ako izostavimo izraz na kojem pozi-
vamo metodu, metoda se poziva na self. Ako metodi ne prosljedujemo niti jedan argument,
zagrade nam nisu potrebne.
Izrazi pridruzˇivanja su izrazi koji specificiraju vrijednosti jednog ili viˇse lvaluea (lvalue je
termin za sve sˇto se pojavljuje s lijeve strane operatora pridruzˇivanja, a rvalue za sve sˇto se
pojavulje s desne). U Rubyju postoje tri vrste izraza pridruzˇivanja: jednostavna, skrac´ena i
paralelna.
Jednostavna pridruzˇivanja se sastoje od jednog lvaluea, operatora = i jednog rvaluea. Skrac´ena
pridruzˇivanja mijenjaju vrijednost varijable djelovanjem nekim operatorom na nju. Para-
lelna pridruzˇivanja su ona koji imaju viˇse lvaluea ili rvaluea. Primjeri:
Listing 33: kod26
1 x = 1 # jednos tavno p r i d r u z i v an j e
2 x += 1 # skraceno p r i d r u z i v an j e
3 x , y=1,2 # para l e l no p r i d r u z i v an j e
Kod paralelnog pridruzˇivanja mozˇe ponekad doc´i do situacija u kojim nije u potpunosti jasno
sˇto c´e se dogoditi. Tu c´emo proc´i kroz te slucˇajeve.
Kada imamo samo jedan lvalue, a viˇse rvaluea, onda Ruby stavlja rvalue u polje i pridruzˇuje
to polje lvalueu. Ako imamo viˇse lvaluea i jedno polje (ili nesˇto sˇto ima definiranu metodu
to ary) kao rvalue, tada Ruby prvom lvalueu pridruzˇuje prvi element polja, drugom drugi
itd. Ako imamo n viˇse lvaluea od rvaluea, tada se posljednjim n lvalueima pridruzˇuje nil, a
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u obrnutom slucˇaju se posljednjih n rvaluea ne pridruzˇuju nikome. Posebnu situaciju dobi-
vamo kada jedan od lvaluea ili rvaluea ima ispred sebe *. Ako se * nalazi ispred rvaluea, to
znacˇi da se taj rvalue smatra poljem (ili objektom slicˇnim polju) te bi se u nizu rvaluea taj
rvalue trebao zamijeniti svojim elementima. Ako je pak * ispred lvaluea, to znacˇi da tom
lvalueu pridruzˇujemo polje koje sadrzˇi sve viˇskove rvaluea. Takvih rvaluea mozˇemo imati
koliko hoc´emo, a lvaluea samo jedan, ali na bilo kojoj poziciji. Posljednja posebna situacija
je kada imamo dva ili viˇse lvaluea unutar zagrada. To se smatra potpridruzˇivanjem. Prvo se
cijela zagrada smatra jednim lvalueom te nakon sˇto joj se pridruzˇi vrijednost se ta vrijednost
pridruzˇuje grupi lvaluea u zagradi. Ta vrijednost mora biti objekt ispred kojeg bi se mogla
staviti *. Pogledajmo primjere:
Listing 34: kod27
1 x = 1 ,2 ,3 # x=[1 ,2 ,3 ]
2 x , y =[1 ,2 ] # x , y=1,2
3 x , y , z=1,2 # x=1;y=2; z=n i l
4 x , y=1 ,2 ,3 # x=1;y=2
5 ∗x , y =1 ,∗ [ 2 , 3 ] , 4 # x=[1 ,2 ,3 ] , y=4
6 x , ( y , z ) ,w=1 , [ 2 , 3 ] , 4 # x=1;y , z=2;w=3
Posljednja vrsta izraza su operatori. Operatori su tokeni u Rubyju koji predstavljaju ope-
racije na jednom ili viˇse operanada. Pomoc´u njih mozˇemo spajati izraze u vec´e izraze. Npr.
Listing 35: kod28
1 3+foo (10)>bar # spajamo l i t e r a l e , po z i v metode i opera tor >
Operatore dijelimo prema broju operanada na kojima djeluju, redoslijedu izvrsˇavanja u od-
nosu na druge operatore te asocijativnosti. Komprehenzivan pregled operatora u Rubyju
mozˇe se nac´i u [2].
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5 Kontrolne Strukture
U vec´ini slucˇajeva izrade koda ne zˇelimo bezuvjetno izvrsˇavanje svih linija koda te izvrsˇavanje
svake linije koda samo jednom i to redom kojim se pojavljuju u kodu. Zbog toga koristimo
razlicˇite kontrolne strukture i izjave koje mijenjaju tok izvrsˇavanja. Ruby ima bogat raspon
struktura i izjava koje mozˇemo koristiti za mijenjanje toka izvrsˇavanja programa i kroz njih
c´emo proc´i u ovom poglavlju.
5.1 Uvjetne Strukture
Uvjetne strukture su jedne od najcˇesˇc´ih kontrolnih struktura u programiranju. Funkcioni-
raju na nacˇin da odreden dio koda izvrsˇe iskljucˇivo ako je neki izraz istinit. U Rubyju se
uvjetne strukture mogu koristiti koristec´i viˇse razlicˇitih sintaksi. Najjednostavniji od njih je
if :
Listing 36: kod29
1 i f i z r a z then # then n i j e nuzan
2 kod
3 end
4 # ekv i v a l en tno :
5 i f i z r a z then kod end
6 # ekv i v a l en tno :
7 kod i f i z r a z
U tom slucˇaju se kod izvrsˇi iskljucˇivo ako izraz nije nil ili false. U vec´ini programskih
jezika, a izmedu ostalih i Pythonu, je if izjava, no u Rubyju su sve izjave izrazi pa cˇak i if.
Vrijednost koju if vrac´a je ili vrijednost zadnjeg izraza u kodu koji se izvrsˇio ili nil ako se
nijedan izraz nije izvrsˇio. To omoguc´uje ovakav kod:
Listing 37: kod30
1 predznak = i f x<0 then ”−” else ”+” end
Uz if mozˇemo koristiti i else koji izvrsˇava kod ako uvjet nije istinit:
Listing 38: kod31





6 # ek v i v a l e n t n i i z r a z i :
7 i f i z r a z then kod1 else kod2 end
8 i z r a z ? kod1 : kod2
Ako zˇelimo testirati viˇse uvjeta mozˇemo, umjesto koriˇstenja else if, koristiti elsif :
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Listing 39: kod32
1 i f i z r a z 1
2 kod1





8 # ekv i v a l en tno :
9 i f i z r a z 1 then kod1 e l s i f i z r a z 2 then kod2 else kod3 end
Osim if postoje josˇ dvije uvjetne strukture: unless i case. unless koristi istu sintaksu kao
i if (bez dopusˇtanja elsif ), ali ima obrnutu funkciju od if, tj. izvrsˇava kod iskljucˇivo ako se
uvjet evaluira kao nil ili false.
Listing 40: kod33
1 unless i z r a z
2 kod
3 end
4 # ekv i v a l en tno :
5 kod unless i z r a z
Posljednja uvjetna struktura u Rubyju je case. case mozˇemo koristiti na dva nacˇina u
Rubyju. Prvi od njih je kao zamijena za if :
Listing 41: kod34
1 case # ekv i v a l en tno :
2 when i z r a z 1 # i f i z r a z 1
3 kod1 # kod1
4 when i z r a z 2 # e l s i f i z r a z 2
5 kod2 # kod2
6 else # e l s e
7 kod3 # kod3
8 end # end
Medutim, drugi nacˇin je puno moc´niji od prvoga. Izrazi u kontrolnim petljama najcˇesˇc´e




3 puts ” j edn ina ”
4 when x==2,x==3,x==4 # za r e z i su e k v i v a l e n t n i | |
5 puts ” dvo j ina




Tada mozˇemo koristiti ovakvu sintaksu:
Listing 43: kod36
1 puts case x
2 when 1
3 ” jedn ina ”
4 when 2 ,3 ,4 then ” dvoj ina ”
5 else ”mnozina”
6 end
7 # i l i skraceno :
8 puts case x when 1 ” jedn ina ” when 2 ,3 ,4 ” dvo j ina ” else ”mnozina” end
Kada koristimo case na ovaj nacˇin, case usporeduje izraz uz when s izrazom uz case koristec´i
operator ===. Operator === djeluje kao == na vec´ini klasa. Medutim klasa Class defi-
nira === tako da vrac´a true samo ako je desni operand instanca klase imenovana lijevim
operandom. Naprimjer:
Listing 44: kod37
1 puts case x
2 when Fixnum then ” c i j e l i b ro j ”
3 when Float then ” r e a l n i b ro j ”
4 end
5.2 Petlje i Iteratori
Ruby sadrzˇi tri petlje: while,until i for, ali i moguc´nost definiranja iteratora, tj. kustomizi-
ranih petlji i one se koriste cˇesˇc´e od Rubyjevih built-in petlji.




2 while x<2 do
3 x += 1
4 puts x
5 end
6 # program i s p i s u j e 1 ,2
7 # ekv i v a l en tno :
8 y=0
9 until y>=2 do
10 y += 1
11 puts y
12 end




2 puts x += 1 while x<2
Valja napomenuti da ako ovu sintaksu koristimo na izraz koji je omeden s begin i end, petlja





4 end while x>0 # i s p i s a t ce se jedna nula
Posljednja built-in petlja u Rubyju je for petlja. Ona iterira kroz elemente prebrojivih obje-
kata (poput polja), pridruzˇuje vrijednost tog elementa varijabli petlje te onda izvrsˇi kod
unutar tijela petlje. Primjer:
Listing 48: kod41
1 for i in 1 . . 4 do # do n i j e nuzan
2 puts i
3 end
4 # kod ce i s p i s a t i b r o j e v e 1 ,2 ,3 i 4
Objekt se smatra prebrojivim ako je na njemu definirana metoda each. Tako umjesto ko-
ristec´i for petlju, gornji primjer mozˇemo napisati eksplicitno koristec´i each iterator:
Listing 49: kod42
1 ( 1 . . 4 ) . each do | i |
2 puts i
3 end
Medutim, koriˇstenje built-in petlji i iteratora nije u potpunosti ekvivalentno jer blok koda
koji slijedi iterator definira novi prostor u kojem su definirane varijable.
Iterator u Rubyju je termin za sve metode koje koriste izjavu yield. To znacˇi da iteratori ne
moraju nuzˇno iterirati ili sluzˇiti kao petlja. Uz iteratore se gotovo uvijek pojavljuju blokovi.
Izjavom yield i blokovima c´emo se baviti u potpoglavlju 5.3
Na klasi Integer imamo definirana tri iteratora: upto, downto i times. Njihovo djelovanje je
intuitivno i lako za razumjeti iz primjera:
Listing 50: kod43
1 3 . upto ( 6 ) { | x | puts x} # i s p i s u j e 3 ,4 ,5 ,6
2 6 . downto ( 3 ) { | x | puts x} # i s p i s u j e 6 ,5 ,4 ,3
3 4 . t imes { | x | puts x} # i s p i s u j e 0 ,1 ,2 ,3
Iteriranje kroz floating-point brojeve radimo pomoc´u step metode koja se poziva na pocˇetnom
broju i prima dva argumenta: prvi je krajnji broj, a drugi broj za koji se pomicˇemo u svakoj
iteraciji pa tako na kraju sljedec´eg koda:
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Listing 51: kod44
1 suma = 0
2 0 . s tep ( 2 . 5 , 0 . 5 ) { | x | suma+=x}
c´e nam suma biti jednaka 7.5
Na puno razlicˇitih klasa poput Array i Range je definiran iterator each koji prosljeduje
elemente objekta nad kojim je pozvan asociranom bloku. Vec´ina klasa s definiranom each
metodom ukljucˇuju Enumerable modul u kojem se nalazi nekoliko specijaliziranih iteratora.
Najcˇesˇc´e koriˇsteni iteratori modula Enumerable su collect, select, reject i inject.
Metoda collect izvrsˇava asocirani blok za svaki element te vrac´a polje cˇiji su elementi vrac´ene
vrijednosti iz blokova. Metode select i reject rade dijametralno suprotne stvari: select vrac´a
polje koje sadrzˇi one elemente za koje asocirani blok vrac´a vrijednost razlicˇitu od false i nil,
a reject polje s onim elementima za koje asocirani blok vrac´a false ili nil. Metoda inject je
malo kompliciranija. Poziva asocirani blok s dva parametra od kojih je prvi nekakva suma
vrijednosti iz prijasˇnjih iteracija, a drugi element objekta na kojem pozivamo inject. Vri-
jednost koju vrac´a blok postaje ili prvi parametar sljedec´e iteracije ili vrijednost koju vrac´a
iterator ako je u pitanju posljednja iteracija. Prvi parametar u prvoj iteraciji poprima ili
vrijednost proslijedenog argumenta, ako postoji, ili vrijednost prvog elementa objekta na
kojem je metoda pozvana. Primjeri:
Listing 52: kod45
1 a =[1 , 2 , 3 , 4 , 5 ]
2 a . c o l l e c t { | x | 2∗x} # => [ 2 , 4 , 6 , 8 , 10 ]
3 a . s e l e c t { | x | x<3} # => [ 1 , 2 ]
4 a . r e j e c t { | x | x<3} # => [ 3 , 4 , 5 ]
5 a . i n j e c t ( 1 0 ){ | suma , x | suma+x} # => 25 (=10+1+2+3+4+5)
Iako su gore navedeni iteratori vrlo korisni, ovisno o svojim potrebama mozˇemo definirati
svoje iteratore. Definirajuc´e svojstvo iteratora je pozivanje asociranog bloka sˇto postizˇemo
koriˇstnjem metode yield. Ako bloku zˇelimo proslijediti neke argumente, tada ih napiˇsemo
poslije yield odvojene zarezima. Pogledajmo jednostavan primjer iteratora:
Listing 53: kod46
1 # Metoda oceku je b l o k i g ener i ra prv ih n c lanova niza a∗bˆ i
2 # te ih y i e l d metodom p r o s l j e d u j e b l oku
3 def gn iz ( a , b , n)
4 i = 0
5 while ( i<n)




10 suma = 0
11 gn iz ( 1 , 2 , 3 ){ | x | suma+=x} # suma=7 (=1+2+4)
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5.3 Blokovi
U prosˇlom potpoglavlju smo intenzivno koristili blokove kao dijelove iteratora. U ovom c´emo
se potpoglavlju posvetiti samim blokovima.
Blokovi ne mogu biti samostalni, vec´ se uvijek pojavljuju nakon poziva metode. Ako se u
metodi nikad ne pozove blok pomoc´u yield, onda se blok ignorira. Blokove delimitiramo
ili viticˇastim zagradama ili s do i end kljucˇnim rijecˇima s time da se do mora nalaziti u
istom redu u kojem je poziv metode. Blokovi se mogu parametrizirati i lista parametara je
delimitirana okomitim crtama i odvojena zarezima.
Blokovi definiraju i novi prostor varijabli. Varijable stvorene unutar blokova postoje is-
kljucˇivo unutar tog bloka. Medutim, bloku su dostupne lokalne varijable metode pa treba
pripaziti pri odabiru imena varijabli unutar bloka. Ako parametre bloka odvojimo tocˇkom sa
zarezom nakon kojih stavimo zarezima odvojen niz varijabli, onda c´e one sigurno biti blok-
lokalne cˇak i ako postoji neka druga varijabla s istim imenom u istom prostoru varijabli.
Parametri bloka su uvijek blok-lokalni. Primjer:
Listing 54: kod47
1 x = y = 100
2 3 . t imes do | x ; y | # x j e parametar , a y l o ka l na v a r i j a b l a
3 y=x∗x
4 puts y # i s p i s u j u se 0 ,1 ,4
5 end
5.4 Izjave
Uz dosad navedene metode za kontroliranje programskog toka, Ruby podrzˇava i niz izjava
koje to rade: return koji izlazi iz metode i vrac´a vrijednost pozivacˇu metode (treba primjetiti
da sve metode u Rubyju, ako u njima nije pozvan return, vrac´aju posljednji evaluirani izraz,
za razliku od Pythona koji eksplicitno trazˇi pozivanje returna), break koji prekida petlju ili
iterator, next koji tjera petlju ili iterator da preskocˇe trenutacˇnu iteraciju, redo koji ponavlja
trenutacˇnu iteraciju, retry koji pokrec´e iterator ispocˇetka i throw i catch koji sluzˇe kao break
koji izlazi iz viˇse razina petlji i/ili metoda odjednom. Detaljan pregled ovih izjava mozˇe se
nac´i na [8]
5.5 Iznimke
Iznimke su objekti koji predstavljaju iznimna stanja, tj. da je dosˇlo do neke pogresˇke. U
Rubyju oni pripadaju klasi Exception ili jednoj od njenih podklasa. Po defaultu se pri pojavi
iznimke program prekida, ali moguc´e je definirati blok koda koji se izvrsˇi pri pojavi iznimke.
Klasa Exception definira dvije metode koje daju informacije o iznimci: message, koja vrac´a
string s detaljima o tome sˇto se dogodilo te backtrace, koja vrac´a polje stringova koji re-
prezentiraju stog za pozive u trenutku podizanja iznimke. Metodu raise mozˇemo pozvati
na nekoliko nacˇina. Metoda ima tri opcionalna argumenta: prvi je neki objekt koji ima
definiranu metodu exception, drugi je string koji c´e biti poruka pri ispisivanju iznimke, a
trec´i je polje stringova koji c´e se koristiti kao backtrace iznimke. Ako prvi argument nije
dan, iznimka c´e biti instanca RuntimeError klase, a ako nema trec´eg koristit c´e se backtrace
iznimke (koristec´i metodu caller). Primjer podizanja iznimke:
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Listing 55: kod48
1 def j e d j e l j i v ?(n ,m)
2 r a i s e TypeError , ”#{n} n i j e I n t e g e r ” i f not n . i s a ? I n t e g e r
3 r a i s e TypeError , ”#{m} n i j e I n t e g e r ” i f not m. i s a ? I n t e g e r
4 n%m==0 ? true : fa l se
5 end
Medutim iznimke se mogu pojaviti bez da smo ih sami podizali pa nam je stoga potreban
nacˇin za rukovanje iznimkama. U tu svrhu koristimo rescue klauzulu. Ona nije sama po




2 # neki kod
3 rescue
4 # ovaj se kod i z v r s i ako dode do iznimke u gornjem kodu
5 # i l i u j edno j od metoda ko j e poz i va g o rn j i kod
6 end
Unutar rescuea mozˇemo referencirati iznimku pomoc´u globalne varijable $!, a ako zˇelimo
koristiti neko drugo ime to radimo ovako:
Listing 57: kod50
1 rescue => e # sada mozemo r e f e r e n c i r a t i iznimku pomocu e
Kako rescue ne definira novi prostor varijabli, onda varijabla e mozˇe nastavit postojati i
nakon zavrsˇetka rescue klauzule.
Ako zˇelimo da rescue rukuje samo nekim tipovima iznimki, onda poslije rescue napiˇsemo
zarezima odvojen niz klasa iznimki kojima zˇelimo da rescue rukuje. Naprimjer:
Listing 58: kod51
1 rescue ArgumentError , TypeError
Ako nam nije potrebno ime varijable i zˇelimo da rescue rukuje svim iznimkama klase Stan-
dardError, onda rescue mozˇemo koristiti i u ovoj sintaksi:
Listing 59: kod52
1 y = 1/x rescue 0
Kada se podigne iznimka, Ruby interpreter trazˇi pripadajuc´u rescue klauzulu unutar sadrzˇavajuc´eg
bloka. Ako je tamo ne pronade, trazˇi u sadrzˇavajuc´em bloku sadrzˇavajuc´eg bloka te ako u
cijeloj metodi ne nade pripadajuc´i rescue, izlazi iz metode i to bez vrac´anja vrijednosti.
Proces se nastavlja prema vrhu stoga za pozive. Ako se rescue ne nade, interpreter ispisuje


















16 x = unutarnja
17 rescue TypeError




22 vanjska # metoda ce i s p i s a t i ”TypeError !”
Ako unutar rescue klauzule iskoristimo retry izjavu, ponovno se izvrsˇi blok koda uz koji je
rescue pridruzˇen. Koristiti retry cˇesto nema smisla, pogotovo ako je problem programerske
prirode, ali ako je dosˇlo do podizanja iznimke zbog problema s konektivnosti ima smisla
koristiti retry.
Osim rescue klauzule, begin mozˇe sadrzˇavati josˇ i else i ensure klauzule. Kod unutar else
klauzule se izvrsˇi samo onda kada nije dosˇlo ni do kakve iznimke i iznimkama pozvanim u
njoj nec´e rukovati rescue. S druge strane, ensure klauzula sadrzˇi kod koji se uvijek izvrsˇi.
Cˇak i ako pozovemo return unutar tijela begin, prije samog vrac´anja vrijednosti c´e se izvrsˇiti
kod u ensure te ako ensure sadrzˇi return, mozˇe se promijeniti vrac´ena vrijednost (ali zadnja





4 2 # metoda vraca 1
5 #return 2
6 #kada gornja l i n i j a koda ne b i b i l a zakomentirana
7 #metoda b i v raca l a 2
8 end
Klauzule rescue, else i ensure mozˇemo, osim uz begin koristiti i uz def, class i module. Viˇse
o njima u sljedec´im poglavljima.
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5.6 BEGIN i END
BEGIN i END su kljucˇne rijecˇi u Rubyju koje oznacˇavaju kod koji se treba izvrsˇiti na
pocˇetku, odnosno na kraju programa. Ako postoji viˇse BEGIN izjava, izvrsˇavaju se redom
kojim interpreter dode do njih, dok za END izjave vrijedi obrnuti redoslijed izvrsˇavanja.
Kod koji slijedi poslije BEGIN ili END mora biti omeden viticˇastim zagradama koje se
ne mogu zamijeniti s do i end. Ako se BEGIN ili END nalaze unutar petlje, izvrsˇit c´e se




Metode su imenovani blokovi parametriziranog koda asocirani s jednim ili viˇse objekata.
Poziv metode sastoji se od imena metode, objekta nad kojim se poziva i nula ili viˇse argu-
menata. Posljednja evaluirana vrijednost izraza u metodi postaje vrijednost poziva metode.
Neki jezici, poput Pythona, razlikuju metode i funkcije, no u Rubyju su sve metode prave
metode koje su asocirane uz neki objekt pa u njemu prave funkcije ne postoje.
Za razliku od blokova, koji su takoder komadi parametriziranog koda, metode imaju imena i
mogu se direktno pozivati, a ne nuzˇno indirektno preko iteratora. Sintaksa pozivanja metoda
je sljedec´a:
Listing 62: kod55
1 ob jekt . imemetode ( arg1 , arg2 , . . . , argn )
Ime metode je jedini nuzˇni dio poziva metode i prema dogovoru pocˇinje malim slovom. Ako
izostavimo objekt, onda se metoda poziva na self. Zagrade oko argumenata su obicˇno ne-
potrebne, a neke metode ocˇekuju nula argumenata. Na kraju mozˇemo imati i blok koda
omeden viticˇastim zagradama ili s do/end.
Metode definiramo koristec´i kljucˇnu rijecˇ def nakon koje slijedi ime metode te zagradama
omeden niz imena argumenata (zagrade mozˇemo izostaviti ako metoda ne prima niti jedan
argument). Nakon toga slijedi tijelo metode koje zavrsˇava kljucˇnom rijecˇi end.
Ime metode mozˇe zavrsˇavati s jednim od tri posebna znaka: upitnikom, usklicˇnikom ili zna-
kom jednakosti. Metode koje zavrsˇavaju upitnikom nazivamo predikatima i prema dogovoru
odgovaraju na neko pitanje (poput npr. Fixnum metode odd? koja vrac´a true za neparne,
a false za parne brojeve). Metodama stavljamo usklicˇnik na kraj ako zˇelimo naglasiti da
se upotrebljavaju s oprezom. To su cˇesto metode koje direktno mijenjaju objekt na kojem
su pozvane (poput npr. Array metode sort!, za razliku od metode sort). Metode cˇije ime
zavrsˇava znakom jednakosti zovemo setter metodama i njima c´emo se baviti u sljedec´em
poglavlju.
Kao i u Pythonu, u Rubyju mozˇemo definirati default vrijednosti nekih parametara tako da
nakon njihovih imena stavimo znak jednakosti i vrijednost. Ruby zahtijeva da parametri s
default vrijednostima budu svi jedni kraj drugih u nizu parametara.
Ruby nam takoder dozvoljava definiranje metoda s varijabilnim brojem parametara tako
da ispred imena parametra stavimo znak *. Taj c´e parametar tada biti polje koje sadrzˇi
argumente proslijedene na toj poziciji. Primjer:
Listing 63: kod56
1 def sumira j (n , i s p i s=false ,∗ sumandi )
2 suma=n
3 sumandi . each { | x | suma+=x}





9 sumira j (10) # => 10 , nema i s p i s a
10 sumira j (10 , true ) # => 10 , s i sp isom
11 sumira j (10 , true , 4 , 2 ) # => 16 , s i sp isom
25
Koriˇstenjem return izjave mozˇemo vratiti viˇse vrijednosti odjednom (spremljenih u polje):
Listing 64: kod57
1 def f oo (x , y )
2 i f x==y






9 v ,w = foo (3 , 3 ) # => [ 6 , 4 ]
Mozˇemo definirati tri vrste metoda: globalne metode, metode klase i singleton metode.
Globalne metode definiramo izvan class izjava. One su metode klase Object i implicitno
se pozivaju na self. Ako metodu definiramo unutar class izjave, onda ona postaje metoda
te klase i definirana je na svim objektima koji pripadaju toj klasi. Naposlijetku, singleton
metode su metode definirane na jednom objektu tako da nakon kljucˇne rijecˇi def stavimo
izraz koji se evaluira kao neki objekt. Nakon toga stavimo tocˇku i ime metode. Primjer:
Listing 65: kod58
1 x = [ 1 , 2 , 3 ]
2 def x . suma
3 s e l f [0 ]+ s e l f [1 ]+ s e l f [ 2 ]
4 end
5 y=x . suma # => 6
Bitno je napomenuti kako Ruby ne dozvoljava definiranje singleton metoda za Numeric i
Symbol objekte.
Jedno vrlo zanimljivo svojstvo metoda u Rubyju je to da jedna metoda mozˇe imati viˇse
imena. Tocˇnije, u Rubyju postoji kljucˇna rijecˇ alias cˇija sintaksa glasi:
Listing 66: kod59
1 def f oo
2 . . .
3 end
4 a l ias bar foo
5 bar # iden t i cno kao da smo po z v a l i foo
Jedna od primjena alias kljucˇne rijecˇi je dodavanje funkcionalnosti metodama. Primjer:
Listing 67: kod60
1 def f oo




5 a l ias bar foo
6
7 def f oo
8 puts ” foo v2”
9 bar # poz i v o r i g i n a l n e foo metode
10 end
6.1 Lambda i Proc
Kao sˇto je napomenuto, metodama u Rubyju mozˇemo proslijediti blok kao argument. Medutim,
blokovi nisu objekti i zbog toga ne mozˇemo s njima raditi odredene stvari. No, mozˇemo na-
praviti objekte koji reprezentiraju blokove: lambde i procove, koji su oboje instance klase
Proc. Lambde se ponasˇaju poput metoda, dok se procovi ponasˇaju poput blokova.
Postoji nekoliko nacˇina za stvaranje Proc objekata. Jedan od nacˇina je definiranje metode s
kojom asociramo blok. Dobiveni Proc objekt ovom metodom je uvijek proc. Svi Proc objekti
imaju metodu call koja bloku prosljeduje svoje argumente i onda pokrec´e kod unutar bloka:
Listing 68: kod61




5 i d e n t i t e t a = makeproc { | x | x}
6 i d e n t i t e t a . c a l l ( 2 ) # => 2
U Rubyju postoje dva dodatna nacˇina pozivanja Proc objekata koje mozˇemo koristiti umjesto
call metode:
Listing 69: kod62
1 i d e n t i t e t a [ 2 ]
2 i d e n t i t e t a . ( 2 )
Kako su procovi objekti, mozˇemo s njima raditi sve sˇto mozˇemo s drugim objektima:
Listing 70: kod63
1 suma = makeproc { | x , y | x+y}
2 r a z l i k a = makeproc { | x , y | x−y}
3
4 p o l j e = [ i d e n t i t e t a , suma , r a z l i k a ]
5 p o l j e . each { | f | puts f . c a l l (10 ,5 )} # i s p i s u j e se 10 ,15 ,5
Gore naveden nacˇin definiranja Proc objekata nije uobicˇajeno koriˇstena, vec´ se najcˇesˇc´e ko-
riste tri vec´ definirane metode za stvaranje Proc objekata (i procova i lambdi) te sintaksa
definiranja lambdi kao literala. Prva od tih metoda je Proc.new koja ne ocˇekuje niti jedan
argument i vrac´a proc. Ako je pozovemo s asociranim blokom, tada vrac´a proc koji repre-
zentira taj blok. Ako je pozvana bez asociranog bloka unutar neke metode, tada vrac´eni
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proc reprezentira blok koji je asociran metodi. Metoda Kernel.proc je sinonim ove metode.
Druga metoda je Kernel.lambda (koju zato sˇto pripada Kernel modulu pozivamo samo s
lambda). Metoda ne ocˇekuje argumente, ali zahtijeva asociran blok i vrac´a lambdu koja
reprezentira taj blok. Primjeri:
Listing 71: kod64
1 i d e n t i t e t a = Proc . new { | x | x}
2 suma = proc { | x , y | x+y}
3 r a z l i k a = lambda { | x , y | x−y}
Ruby podrzˇava sintaksu definiranja lambdi kao literala koju mozˇemo koristiti umjesto Ker-
nel.lambda. Sintaksa je sljedec´a: lambda zamijenimo s ->; listu argumenata stavimo unutar
obicˇnih zagrada koje stavimo izmedu -> i {. Primjer:
Listing 72: kod65
1 r a z l i k a = −>(x , y ){x−y}
Kao sˇto je vec´ prije napomenuto, procovi se ponasˇaju poput blokova, a lambde poput me-
toda. Jedna razlika izmedu njih je ponasˇanje return izjave. Ako koristimo return unutar
proca koji pozovemo unutar metode, return izlazi iz metode. Medutim, kada u istoj situaciji
koristimo lambdu umjesto proca, return izlazi samo iz lambde:
Listing 73: kod66
1 def f oo
2 p = proc { | x | return x}
3 p [ 0 ]
4 return 1 # nece se i z v r s i t i
5 end
6 def bar
7 p = lambda { | x | return x}




12 foo # => 0
13 bar # => 1
Osim returna, razlike se pojavljuju u ponasˇanju break izjave: break se unutar proca ponasˇa
kao unutar bloka, dok se unutar lambde ponasˇa kao unutar metode. Posljednja razlika
izmedu procova i lambdi se pojavljuje kod proslijedivanja argumenata. Naime, proc koristi
istu semantiku kao i yield, tj. koriste se pravila paralelnog pridruzˇivanja vrijednosti, dok
lambda koristi istu semantiku kao i invokacija metoda:
Listing 74: kod67
1 p = proc { | x , y | x}
2 q = lambda { | x , y | x}
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3 p [ 1 ] # x , y=1 => 1
4 q [ 1 ] # ArgumentError , k r i v i b r o j argumenata
5 p [ 1 , 2 ] # x , y=1,2 i s t o kao i q [ 1 , 2 ] => 3
6 p [ 1 , 2 , 3 ] # x , y=1 ,2 ,3 => 3
7 q [ 1 , 2 , 3 ] # ArgumentError , k r i v i b r o j argumenata
8 p [ [ 1 , 2 ] ] # x , y=[1 ,2] => 3
9 q [ [ 1 , 2 ] ] # ArgumentError , k r i v i b r o j argumenata
10 q [ ∗ [ 1 , 2 ] ] # kao i q [ 1 , 2 ] => 3
Konacˇno, valja proc´i i kroz slicˇnosti izmedu procova i lambdi: next, redo i raise funkcioniraju
identicˇno u procovima, lambdama i blokovima, dok retry uvijek rezultira LocalJumpError-
om i u lambdama i u procovima.
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7 Objektno Orijentirano Programiranje u Rubyju
Ruby je u potpunosti objektno orijentiran jezik. Zbog toga je ovo poglavlje najbitnije po-
glavlje ovoga rada. U njemu c´emo proc´i kroz pojmove klasa, modula i mixina te metoda i
varijabli u smislu OOP.
7.1 Klase
Svaki objekt pripada nekoj klasi. Stoga ima smisla zapocˇeti ovo poglavlje klasama. Klase
se u Rubyju definiraju pomoc´u kljucˇne rijecˇi class nakon koje slijedi ime klase (koje mora
pocˇinjati velikim slovom), tijelo klase te kljucˇna rijecˇ end :
Listing 75: kod68
1 class Pravokutnik
2 # . . .
3 end
Kao sˇto u Pythonu postoji init , u Rubyju postoji metoda kojom definiramo inicijalizaciju
objekata klase: initialize. Objekte inicijaliziramo pozivanjem metode new :
Listing 76: kod69
1 class Pravokutnik
2 def i n i t i a l i z e ( a , b )




7 p = Pravokutnik . new (5 , 6 )
Listing 77: kod69 Python
1 class Pravokutnik :
2 def i n i t ( s e l f , a , b ) :
3 s e l f . a , s e l f . b=a , b
4
5 p = Pravokutnik (5 , 6 )
Jedna od metoda koju bismo htjeli imati u klasi Pravokutnik je metoda koja vrac´a povrsˇinu
pravokutnika sa duljinama stranica a i b:
Listing 78: kod70
1 def povrs ina
2 @a∗@b
3 end
Oni koji su upoznati s objektno orjentiranim programiranjem u Pythonu bi mogli ocˇekivati
kako je u Rubyju moguc´e pristupiti atributima a i b na sljedec´i nacˇin:
Listing 79: kod71
1 p . a
Medutim, Ruby ne dozvoljava direktan pristup atributima objekta, vec´ im iskljucˇivo mozˇemo
pristupiti preko metoda klase tog objekta. Ruby c´e gornji kod interpretirati kao poziv me-
tode a (podsjetimo se da Ruby ne zahtijeva nuzˇno zagrade pri pozivu metoda) tako da ako
bismo htjeli pristupiti atributu a mozˇemo definirati metodu a koja c´e vrac´ati vrijednost
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atributa a. Ako pak zˇelimo da klasa bude mutabilna, definiramo metodu a= koja prima




2 def i n i t i a l i z e ( a , b )










Ruby definira dvije metode koje nam olaksˇavaju stvaranje getter i/ili setter metoda: attr accessor
i attr reader, pogotovo ako ih zˇelimo definirati za viˇse atributa:
Listing 81: kod73
1 class Pravokutnik
2 # de f i n i r a n j e g e t t e r i s e t t e r metoda za a i b
3 a t t r a c c e s s o r : a , : b # moze i a t t r a c c e s s o r ”a” , ”b”
4 # ako ze l imo samo g e t t e r metode , kor i s t imo a t t r r e a d e r
Kako su vec´ina operatora u Rubyju metode, mozˇemo ih definirati za nasˇu klasu:
Listing 82: kod74
1 class Pravokutnik
2 a t t r a c c e s s o r : a , : b
3 def i n i t i a l i z e ( a , b )
4 @a,@b=a , b
5 end
6





12 i f p . i s a ? Pravokutnik
13 @a==p . a && @b==p . b
14 else





19 # Mozemo d e f i n i r a t i i e q l ? metodu za s t r o zu usporedbu
20 def eq l ?(p)
21 i f p . i n s t a n c e o f ? Pravokutnik
22 @a . eq l ?(p . a ) && @b. eq l ?(p . b)
23 else




28 def ∗( s k a l a r )
29 Pravokutnik . new(@a∗ ska la r ,@b∗ s k a l a r )
30 end
31
32 # Ruby nece imp l i c i t n o zna t i s t o nap r a v i t i ako zamijenimo
33 # r e d o s l i j e d operanada za go rn j i opera tor
34 # Zato def in iramo coerce metodu
35 def coe r c e ( arg )
36 [ se l f , arg ]
37 end
38 end
Moguc´e je i definirati metodu [] ako zˇelimo da objekti nasˇe klase budu slicˇni poljima ili
hashevima, each metodu ako zˇelimo da budu iterabilni, <=>metodu ako ih zˇelimo moc´i
usporedivati itd. Primijetimo kako smo za redefiniranje operatora ==, * itd. direktno ko-
ristili te simbole za njihova imena. To je intuitivno, za razliku od pristupa u Pythonu koji
bi za redefiniranje npr. operatora * trazˇio promjenu metode mul .
Osim gore definiranih metoda instance, koje pozivamo na objektima klase Pravokutnik,
mozˇemo definirati i metode klase:
Listing 83: kod75
1 # Definirajmo metodu ko ja ce za a r b i t r a ran b ro j Pravokutnika
2 # vra c a t i sumu n j i h o v i h povrs ina
3 class Pravokutnik
4 # . . .
5 def Pravokutnik . povrs ina (∗ pravokutn i c i )
6 # mogl i smo umjesto Pravokutnik s t a v i t i s e l f
7 suma = 0





13 p=Pravokutnik . new (2 , 3 )
14 q=Pravokutnik . new (4 , 4 )
15
16 Pravokutnik . povrs ina (p , q ) # => 22
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2 # Konstantama mozemo p r i s t u p i t i i d e f i n i r a t i i h
3 # izvan d e f i n i c i j e k l a s e na s l j e d e c i nacin :
4 # Pravokutnik : : JEDINICNI KVADRAT = Pravokutnik . new (1 ,1)
5 JEDINICNI KVADRAT = Pravokutnik . new (1 , 1 )
6 # Var i j a b l e k l a s e su v i d l j i v e i d i j e l e ih
7 # metode k la se , metode in s tance i sama d e f i n i c i j a k l a s e
8 # Kao i var i jab lama ins tanc i , ne mozemo im d i r e k tno
9 # p r i s t u p a t i i z van k l a s e
10 @@n = 0 # ukupan b ro j s t v o r en i h pravokutn ika
11 def i n i t i a l i z e ( a , b )







Kako su klase objekti i one mogu imati varijable instance. Varijable instance definirane unu-
tar definicije klase a izvan definicija metodi instance nazivamo varijablama instanci klase.
Vrlo su slicˇne varijablama klase, ali postoji nekoliko razlika. Naime, drugacˇije se ponasˇaju
kada je u pitanju nasljedivanje te se varijable instanci klase ne mogu koristiti unutar metoda
instance pa bismo gornji kod morali preoblikovati na sljedec´i nacˇin:
Listing 85: kod77
1 class Pravokutnik
2 @n = 0
3 # ne mozemo p r i s t u p i t i n i z i n i t i a l i z e
4 def i n i t i a l i z e ( a , b )
5 @a,@b=a , b
6 end
7 # a l i mozemo p r i s t u p i t i i z npr . Pravokutnik . new
8 def s e l f . new(a , b)
9 @n += 1
10 super # poz iva o r i g i n a l n i new , v i s e o tome ka sn i j e
11 end
12 end
Za razliku od Pythona, u Rubyju, kao i u mnogim drugim objektno orjentiranim jezicima,
metode instance mogu imati razlicˇitu vidljivost, tj. mogu biti public, private ili protec-
ted. Metode osim initialize, koja je implicitno private, su implicitno public. Takve metode
se mogu pozvati bilo gdje. Za razliku od njih, private metode mogu pozivati samo druge
metode instance te klase (ili njenih potklasa) te se implicitno pozivaju na self. Konacˇno,
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protected metode su poput private metoda s tim da se mogu eksplicitno pozivati na instan-
cama klase.
Postoje dva nacˇina za definiranje vidljivosti metoda. Oba nacˇina koriste public, private i
protected metode koje se mogu koristiti poput kljucˇnih rijecˇi. Prvi nacˇin je koristiti ih bez
argumenata. Tada sve metode cˇije definicije ih slijede imaju vidljivost koju oni specificiraju:
Listing 86: kod78
1 class Pravokutnik
2 # metode ko j e su ovd je su imp l i c i t n o pu b l i c
3
4 p r i v a t e
5 # metode ko j e su ovd je su p r i v a t e
6
7 protec ted
8 # metode ko j e su ovd je su p ro t e c t e d
9
10 pub l i c
11 # metode ko j e su ovd je su e k s p l i c i t n o pu b l i c
12 end
Drugi nacˇin je koristiti imena metoda, kao simbole ili stringove, kao argumente. Tada te me-
tode postavljamo na vidljivost koju specificiraju metode public, private, odnosno protected.
U tom slucˇaju, metode moramo definirati prije nego im promijenimo vidljivost.
Listing 87: kod79
1 class Pravokutnik
2 # . . .
3 def povrs ina
4 @a∗@b
5 end
6 p r i v a t e : povrs ina # povrs ina po s t a j e p r i v a t e metoda
Osim metoda instance, mozˇemo definirati vidljivost i metoda klase koristec´i private class method
i public class method metode koje koristimo kao public i private metode kod metoda instance,
ali bez moguc´nosti koriˇstenja bez argumenata. Za razliku od nekih jezika, poput C++, u
Rubyju nije moguc´e postavljati vidljivost varijabli: Varijable instance i klase su efektivno
private, a konstante public.
U vec´ini objektno orijentiranih jezika, ukljucˇujuc´i Python i Ruby, postoji mehanizam nasljedivanja,
odnosno definiranja potklasa neke klase. Kada definiramo neku klasu, mozˇemo naznacˇiti da
nasljeduje neku drugu klasu koju tada zovemo natklasa. Sve klase u Rubyju imaju tocˇno
jednu natklasu, osim klase BasicObject koja nema nijednu. Ako ne specificiramo natklasu
kada definiramo klasu, implicitno joj kao natklasu stavljamo Object, cˇija je natklasa Basi-
cObject. U Pythonu je pak moguc´e da jedna klasa ima viˇse natklasi. Sintaksa nasljedivanja
je jednostavna:
Listing 88: kod80
1 # Klasa Kvadrat ko ja j e po t k l a s a k l a s e Pravokutnik
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2 class Kvadrat < Pravokutnik
3 end
Kada smo definirali gornju potklasu, ona je nasljedila vec´inu metoda iz klase Pravokutnik:
Listing 89: kod81
1 p=Pravokutnik . new (4 , 4 )
2 q=Kvadrat . new (4 , 4 )
3 p==q # => t rue
4 p . eq l ?( q ) # => f a l s e
5 q . eq l ?(p) # => t rue ( j e r k o r i s t i e q l ? metodu i z Pravokutnik )
6 q . povrs ina # => 16
7 Pravokutnik . povrs ina (p , q ) # => 32
8 Kvadrat . povrs ina (p , q ) # => 32
9 q . class # => Kvadrat
Medutim, nekad ne zˇelimo nasljediti odredene metode natklase ili zˇelimo drugacˇije ponasˇanje
te metode u potklasi. Tada koristimo ili undef kako ne bismo nasljedili odredene metode ili
ih nanovo definiramo s def kako bismo dobili drugacˇije ponasˇanje. Ako pak zˇelimo zadrzˇati
originalno ponasˇanje uz odredene dodatke, koristimo kljucˇnu rijecˇ super : super funkcionira
poput poziva metode; pozove metodu s istim imenom kao i metoda u kojoj se nalazi, ali u




2 def i n i t i a l i z e ( a )
3 super ( a , a ) # poz iva i n i t i a l i z e (a , a ) i z Pravokutnik
4 end
5
6 def eq l ?( k )
7 i f k . i n s t a n c e o f ? Kvadrat
8 @a . eq l ?( k . a )
9 else




14 p=Pravokutnik . new (4 , 4 )
15 q=Kvadrat . new (4 , 4 )
16 q . eq l ?(p) # => f a l s e
Ako koristimo super bez argumenata i zagrada, onda super prosljeduje argumente koji su
bili prosljedeni metodi u kojoj se super nalazi. Ako ne zˇelimo prosljediti nijeda argument,
moramo uz super staviti praznu zagradu.
Varijable se pak u Rubyju ne nasljeduju. Varijable instance se definiraju kada im se pridruzˇi
vrijednost pa nam se mozˇe cˇiniti suprotno ako koristimo super za pozivanje inicijalizatora
natklase. Kako su varijable instanci klase u biti varijable instance, ista stvar vrijedi i za
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njih tako da one nisu dijeljene izmedu potklase i natklase. S druge strane, varijable klase su
dijeljene izmedu klase i svih njenih potklasa:
Listing 91: kod83
1 class Foo
2 @@foo = 0





8 @@foo = 1
9 end
10 Bar . foo # => 1
11 # a l i takoder i :
12 Foo . foo # => 1
S druge strane, konstante se nasljeduju poput metoda instance, ali s par razlika. Klasa Kva-
drat se mozˇe referirati na konstantu JEDINICNI KVADRAT klase Pravokutnik ne samo kao
Pravokutnik::JEDINICNI KVADRAT, vec´ i kao JEDINICNI KVADRAT i
Kvadrat::JEDINICNI KVADRAT. Takoder, redefiniranjem konstante se zapravo stvara nova
konstanta Kvadrat::JEDINICNI KVADRAT te klasa Kvadrat mozˇe koristiti obje konstante.
Konacˇno, ako Kvadrat naslijedi neku metodu koja koristi JEDINICNI KVADRAT, koristit
c´e se verzija konstante iz klase Pravokutnik.
7.2 Moduli
Osim klasa, Ruby sadrzˇi josˇ jednu strukturu koja je imenovani skup metoda, konstanti i
varijabli - module. Oni su objekti klase Module koja je natklasa klase Class. Moduli se
definiraju poput klasa, ali s kljucˇnom rijecˇi module umjesto class. Moduli se ne mogu ins-
tancirati i ne postoji mehanizam nasljedivanja. Koriste se u dvije svrhe: kao prostori imena
i kao mixini.
Dobar primjer koriˇstenja modula kao prostora imena mozˇemo pronac´i u [2]: pretpostavimo da
zˇelimo napraviti metode za kodiranje i dekodiranje binarnih podataka u i iz teksta koristec´i
kodiranje u bazi 64. Nemamo potrebe raditi posebne objekte za kodiranje i dekodiranje pa
nema potrebe za definiranjem klasa. Potrebne su nam samo dvije metode, jedna za kodiranje
i jedna za dekodiranje:
Listing 92: kod84
1 def encode
2 # . . .
3 end
4 def decode
5 # . . .
6 end
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No, imena ovih metoda bi mogla dovesti do problema s drugim metodama koje kodiraju
ili dekodiraju. Jedan nacˇin za rijesˇiti ovaj problem bio bi staviti prefiks base64 na imena
metoda. Medutim, uobicˇajena praksa je izbjegavati dodavanje metoda u globalni prostor
imena. Stoga je bolje rjesˇenje definirati te dvije metode unutar modula Base64:
Listing 93: kod85
1 module Base64
2 def s e l f . encode
3 # . . .
4 end
5 def s e l f . decode
6 # . . .
7 end
8 end
Sada te metode pozivamo na sljedec´i nacˇin:
Listing 94: kod86
1 text = Base64 . encode ( data )
2 data = Base64 . decode ( t ex t )
Moduli mogu sadrzˇavati konstante i varijable klase kojima pristupamo isto kao i konstan-
tama i varijablama klase u klasama. Takoder, imena modula, poput imena klasa, moraju
pocˇinjati velikim slovom.
Druga svrha u koju koristimo module je stvaranje mixina. Mixini su moduli s definiranim
metodama instance koje onda ”ubacimo” u druge klase. Ako imamo npr. klasu s definiranim
operatorom <=>, ubacivanjem modula Comparable dobijamo <,<=,==,>,>= i between?.
Kako bismo to napravili, koristimo metodu include. Ona je private metoda klase Module
koja se implicitno poziva na self :
Listing 95: kod87
1 class MojaKlasa
2 def <=>(o )
3 # . . .
4 end
5 inc lude ( Comparable ) # moze i bez zagrada
6 end
Metoda include iskljucˇivo prima ”prave” module kao argumente, tj. ne prima klase iako
je Class potklasa od Module. No, mozˇemo ubaciti modul u neki drugi modul. Ubacivanje
modula u klasu utjecˇe na metodu is a? i operator ===, dok metoda instanceof? iskljucˇivo
provjerava klasu objekta na kojem je pozvana pa na nju ne utjecˇu ubacˇeni moduli.
Drugi nacˇin ubacivanja modula je koriˇstenje Object.extend metode. Ona pretvara metode
instance modula u singleton metode objekta na kojem je pozvana, a ako je taj objekt ins-
tanca klase Class, te metode postanu metode klase te klase. Primjer:
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Listing 96: kod88
1 p = Pravokutnik . new (6 , 4 )




6 p . extend ( Enumerable ) # dobivamo , izmedu os ta l o g , s o r t metodu
7 p r i n t p . s o r t # I s p i s u j e ” [4 , 6 ]”
Neke module, poput Math ili Kernel, mozˇemo koristiti i kao prostor imena i kao mixine.
7.3 Eigenclass
U poglavlju 6 smo govorili o singleton metodama. Kako su klase objekti klase Class, mozˇemo
definirati singleton metode za njih:
Listing 97: kod89
1 def Pravokutnik . foo
2 # . . .
3 end
Dakle, vidimo kako su metoda klase niˇsta drugo nego singleton metode na instanci klase Class
koja reprezentira tu klasu. Singleton metode objekta nisu definirane klasom tog objekta, ali
kako su metode, moraju biti asocirane s nekom klasom. One su zapravo metode instance
neimenovane svojstvene klase (eigenclass) asocirane s tim objektom. Drugi termini za tu
klasu su singleton klasa i metaklasa. U Rubyju je moguc´e dodavati metode u svojstvenu
klasu objekta te tako odjednom definirati viˇse singleton metoda nekog objekta. Sintaksa je
sljedec´a:
Listing 98: kod90
1 p = Pravokutnik . new (5 , 6 )
2 class << p
3 def s ing l met1
4 # . . .
5 end
6 def s ing l met2




11 # iden t i cno mozemo dodava t i metode k l a s e nekoj k l a s i
12 class << Pravokutnik
13 def met k lase1
14 # . . .
15 end
16 def met k lase2
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21 # mogl i smo to nap r a v i t i i unutar d e f i n i c i j e k l a s e
22 class Pravokutnik
23 # . . .
24 class << s e l f # mogl i smo Pravokutnik umjesto s e l f





Tijekom ovog rada, prosˇli smo kroz osnove programskog jezika Ruby te ga usporedivali s
Pythonom. Oba jezika imaju svoje prednosti, poput implicitnog vrac´anja vrijednosti u me-
todama u Rubyju ili bogatiji skup podatkovnih struktura Pythona. Takoder, postoji puno
razlika za koje ne mozˇemo rec´i jesu li prednosti ili mane, poput razlika u evaluiranju vrijed-
nosti u smislu true ili false. Medutim, postoji i mnogo slicˇnosti. Oba jezika su dinamicˇni
jezici jake tipizacije i oba jezika su objektno orijentirana. Zbog toga je nemoguc´e dati odgo-
vor na pitanja tipa ”Je li bolji Ruby ili Python?” jer se odgovor na to pitanje mijenja ovisno
o tome koji problem zˇelimo rijesˇiti.
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