Simultaneous localization and mapping with TurtleBot 2 by Pucelj, Tilen
 Univerza v Ljubljani 
 







Sočasna lokalizacija in kartiranje z robotom TurtleBot 2 
 
 
Zaključna naloga Univerzitetnega študijskega programa I. stopnje  
























Ljubljana, september 2020 
  
  
 Univerza v Ljubljani 
 







Sočasna lokalizacija in kartiranje z robotom TurtleBot 2 
 
 
Zaključna naloga Univerzitetnega študijskega programa I. stopnje  















Mentor: doc. dr. Rok Vrabič 














UDK 007.52:004.451:912(043.2)  











Ključne besede: Robotika 
   Sočasna lokalizacija in kartiranje 
   Dvodimenzionalni zemljevid 








V zaključnem delu je predstavljeno delovanje in uporaba algoritmov za sočasno lokalizacijo 
in kartiranje z algoritmi gmapping, hector mapping in cartographer.  Z uporabo Turtlebot2, 
ki je robot s premikajočo bazo, računalnikom, kamero in deluje na osnovi robotskega 
operacijskega sistema (ROS), smo izdelali dvodimenzionalno karto delovnega prostora. V 
zaključni nalogi je predstavljena teorija robotskega operacijskega sistema, potrebna za 
razumevanje naloge, in delovanje naštetih algoritmov. Prikazan je postopek priprave robota 
in programske opreme potrebne za uporabo algoritmov v praksi. Po opravljenem kartiranju 
smo izmerili delavni prostor, da smo lahko preverili natančnost algoritma gmapping. 
Opravljena je bila tudi primerjava algoritmov v simuliranem okolju z vnaprej posnetimi 
podatki, ki kaže na veliko prednost algoritmov hector mapping in cartographer zaradi hitrosti 
kartiranja. Hkrati pokaže tudi prednost LIDAR v primerjavi z globinsko kamero za 







UDC 007.52:004.451:912(043.2)  











Key words:   Robotics 
   Simultaneous localization and mapping 
   Two dimensional map 








The thesis presents the operation and use of algorithms for simultaneous localization and 
mapping by using the algorithms gmapping, hector mapping and cartographer. Using the 
robot TurtleBot2, which consists of a moving base, a computer, a camera and operates on 
the basis of the robot operating system (ROS), we build a two-dimensional map of the 
workspace. In the thesis we present the theory of the robot operating system, needed to 
understand the given task and the operation of the listed algorithms. We show the preparation 
needed for the application of the algorithms in practice. After the mapping we measured the 
workspace and checked the accuracy of the gmapping algorithm. Lastly, a comparison of the 
algorithms was made in a simulated environment with pre-recorded data, which showed the 
advantage of using hector mapping and cartographer algorithms, because of the speed at 
which they map. It also displayed the advantage of using LIDAR over a depth camera for 
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Seznam uporabljenih simbolov 
Oznaka Enota Pomen 
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Seznam uporabljenih okrajšav 
Okrajšava Pomen 
  
ROS Robotski operacijski sistem (ang. Robot operating system) 
2D Dvodimenzionalno 
3D Trodimenzionalno 
SLAM Sočasna lokalizacija in kartiranje (ang. simultaneous localization 
and mapping) 












1.1 Ozadje problema 
 
Robotika postaja vedno pogostejša v industriji prav tako kot v našem vsakdanjem življenju. 
Za razvoj robotov, je potrebno znanje z velikega števila področji, ker ni mogoče, da bi vsak 
bil  ''mojster za vse'' sta nam na voljo vmesna programska oprema robotski operativni sistem 
(ang. Robot Operating System) ali s kratico ROS in robotski komplet TurtleBot. ROS nam 
omogoča dostop do že izdelanega tistega dela robotike v katerem nismo najboljši, da se lažje 
osredotočimo na nalogo, ki jo poskušamo izpolniti. TurtleBot je preprost robot z osnovnimi 
funkcijami na katerem lahko nalogo opravljamo. Oba sta namenjena za preprostejše 
razumevanje in vstop v svet robotike. Preko uporabe obeh se spoznamo z osnovnimi 
koncepti in načinom delovanja robotov, ki nam bodo kasneje pomagali pri bolj kompleksih 
problemih v robotiki. Da bomo bolje spoznali svet robotike bomo poskusili z uporabo 
kamere Orbbec Astra montirane na TurtleBot-u 2, ustvariti 2D zemljevid laboratorija. Ena 
najpomembnejših nalog robota, ki se avtonomno premika, je sposobnost, da spozna prostor 
v katerem se nahaja in se zna vanj pravilno umestiti. To je mogoče doseči z algoritmi za 
sočasno lokalizacijo in kartiranje ter uporabo daljinskega senzorja. V nalogi bomo 
predstavili tri take algoritme in z enim izmed njih ustvaril zemljevid laboratorija, ki bo 




Željeni cilji na začetku izvajanja diplomskega dela so bili: 
- spoznavanje sistema ROS 
- vzpostavitev TurtleBot-a 
- spoznavanje in primerjanje različnih SLAM algoritmov 
- ustvarjanje uporabnega zemljevida laboratorija 
 2 
2 Teoretične osnove in pregled literature 
2.1 ROS 
 
ROS ali robotski operativni sistem je priročno ogrodje za pisanje in uporabo programske 
opreme, katera je namenjena uporabi z roboti. Vsebuje orodja in knjižnice, ki služijo 
zmanjšanju kompleksnosti uporabe robotov. Od svojega začetka leta 2007 je bil cilj ROS 
ustvariti odprtokodno orodje za ljudi, ki gradijo in uporabljajo robote. Uporabniki bi 
uporabili programe primerne za njihove robote in jih ne bi potrebovali razvijati sami [1].  
2.1.1 Zgodovina 
Začetki tega, kar je kasneje postal ROS, so bili na univerzi Stanford leta 2007, ko sta 
doktorska študenta robotike Eric Berger in Keenan Wyrobek ugotovila, da mnoge njune 
kolege omejuje raznoličnost robotike (ljudje, ki so bili dobri na določenem področju niso 
bili tako uspešni na drugem). Zastavila sta si cilj, ki bi omogočil, da bi vsak uporabnik delal 
na tistem področju robotike, ki mu gre najbolje, ostalo pa uporabil od drugih uporabnikov, 
ki so na tistih področjih boljši. Prva izvedba takega sistema je bila preizkušena na robotu 
PR1, ki sta ga zgradila Berger in Wyrobek, in s programsko opremo, ki je posnemala 
dosedanje odprtokodne programske okvirje za robote. Eden od teh programskih okvirjev je 
bil Swtichyard s katerim se je ukvarjal Morgan Quigley [2].  
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Slika 2.2.1: Robot PR1 [2] 
Njuno delo je opazil Scott Hassan, ustanovitelj tehnološkega inkubatorja v Kaliforniji 
imenovanega Willow garage. Tu so začeli z proizvodnjo naslednika PR1 in grajenjem ROS. 
Pri nastanku ROS je sodelovalo veliko institucij, kar je pomenilo, da je ROS uporabljen na 
več različnih robotih, kot so si ustanovitelji želeli. Med delom v Willow garage-u so uspešno 
razvili ROS 1.0 in robota PR2 ter ga poslali enajstim raziskovalnim institucijam z željo, da 
bi pospešili razvoj robotike kot vede. Med drugim so postavili spletne strani 
https://www.ros.org/, ki še danes služi kot središče vsega povezanega z ROS, 
https://answers.ros.org/, ki služi uporabnikom kot forum na katerem iščejo in postavljajo 
odgovore na vprašanja povezana z ROS in https://wiki.ros.org/, ki služi kot mesto 
dokumentacije vseh stvari povezanih z ROS. Leta 2012 so ustvarili OSFR (ang. Open Source 
Robotics Foundation) danes preimenovan v Open Robotics, ki je postal glavni vzdrževalec 
ROS programske opreme. Od takrat dalje izide nova verzija ROS približno enkrat letno, 
najnovejša od teh je ROS Noetic Ninjemys, ki je izšla 23. 5. 2020. ROS2 je popolna 
posodobitev sistema in je paralelno v razvoju z ROS od leta 2014 s prvo izdajo leta 2017. 
Prav tako letno dobiva nove izdaje, zadnja od teh je Foxy Fitzroy, ki je bila izdana 5. 6. 2020 
[2]. 
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Slika 2.2.2: Robot PR2 [2] 
2.1.2 Način delovanja 
Sistem ROS je bil zasnovan in zgrajen z določenim načinom delovanja, ki predstavlja 
njegovo osnovo in definira njegovo delovanje. 
 
Peer to peer  
 
ROS sistemi so sestavljeni iz večjega števila programov, ki med sabo komunicirajo 
neprestano in direktno med programoma. Tak sistem zahteva bolj zapleten sistem povezav 
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Osnovan na orodjih (ang. tools-based) 
 
ROS ne vsebuje svojega vgrajenega razvijalnega (ang. development) ali trajajočega  
(ang. runtime) okolja. Naloge opravljajo programi sami z namenom, da jih kadarkoli 
optimiziramo ali prilagodimo trenutnemu opravilu. Možno je združiti več orodji v en proces 
s čimer poenostavimo uporabo, ker imamo vse kar potrebujemo na enem mestu [1]. 
 
Večjezičnost (ang. multilingual) 
 
Znotraj ROS je mogoča uporaba vseh jezikov za katere je bila napisana odjemalska knjižnica 
(ang. client library). Ta odločitev je bila sprejeta, ker so določeni jeziki bolj primerni za 
nekatere naloge kot drugi in zato, da bi bilo uporabnikom možno pisati v bolj domačem 
jeziku. Primeri teh jezikov so C++, Python, MATLAB, Ruby, Julija itd. [1]. 
 
Odprtokodno in zastonj (ang. open source and free) 
 
ROS je zasnovan na ideji lažjega dostopa uporabnikom do sveta robotike. Mišljeno je, da ga 
izboljšujejo prav uporabniki sami. Zato je edino logično, da je prosto dostopen in koda vidna 
ter odklenjena. Uporabnikom je omogočena uporaba ROS odprtokodnih modulov skupaj s 
svojimi zaprtokodnimi, ki so jih recimo razvili sami [1]. 
2.1.3 Delovanje 




Roscore je storitev, ki poskrbi, da so vsi procesi, ki morajo biti povezani, med sabo povezani 
in jim omogoča, da si med sabo pošiljajo sporočila. Roscore je povezan z vsemi procesi, 
vendar ti ne komunicirajo med sabo preko njega ampak direktno (peer to peer). Proces se ob 
začetku delovanja vedno poveže na roscore in mu sporoči, katera sporočila oddaja in katere 
želi sprejemati. Roscore nato procesu pove s katerimi ostalimi procesi se mora povezati. 
Roscore  je možno imeti odprt samo na eni od naprav povezanih v sistemu, tako imenovanem 
mojstru (ang. master).  Napravo, ki je mojster, določimo s spremenljivko 
ROS_MASTER_URI, ki ima kot vrednost naslov mojstra. Med drugim roscore deluje kot 
strežnik parametrov (ang. parameter server), kar pomeni da hrani podatke kot so informacije 
o robotu in parametre za algoritme [1, 3]. 
 
Prikaz z grafi 
 
Zaradi števila in kompleksnosti vseh povezav med programi in strojno opremo, ki tečejo 
znotraj ROS obstaja način, ki nam omogoča, da si delovanje lažje predstavljamo. To 
dosežemo z izrisanim grafom, kjer so procesi, ki se izvajajo, predstavljeni z vozlišči in 
informacije, ki si jih pošiljajo med sabo, prikazane s temami, ki so na grafu prikazane kot 
črte na katerih je napisano njihovo ime, ki predstavlja vrsto podatkov. Teme povezujejo 
vozlišča, ki komunicirajo med sabo. Znotraj prikaza imamo označene zaprte sisteme (na 
primer kamero) tako, da so vsa vozlišča, ki temu sistemu pripadajo zaprta v pravokotniku, 
da si lažje predstavljamo, kaj komunicira s čim. Za izris grafa povezav uporabimo v 
terminalu ukaz rqt_graph [1]. 
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Slika 2.2.3: Primer prikaza z grafom [3] 
Delovno področje (ang. workspaces) 
 
Delovni prostori so imeniki (ang. directories) znotraj katerega ustvarjamo programe, ki jih 
bomo uporabljali z ROS. Pri izvedbi tega diplomskega dela smo uporabljali catkin 
workspace, katerega delovanje bomo razložili malo kasneje [1, 3]. 
 
Paketi  (ang. packages) 
 
Programska oprema, ki jo uporabljamo znotraj ROS je organizirana v paketih znotraj katerih 
so koda, podatki in dokumentacija. Pri catkin workspace-u se paketi nahajajo znotraj 
delovnega območja v imeniku z imenom src. Poleg kode paket vsebuje datoteke s katerimi 
povemo catkin-u, kaj naj s paketom naredi. Za ROS je prosto dostopnih tisoče paketov, ki 
jih  najdemo na spletu [1]. 
 
Teme (ang. topics) 
 
Teme so najbolj pogost način komuniciranja med posameznimi procesi (vozlišči). Delujejo 
na način objavi/naroči se (ang. publish/subscribe), kar pomeni, da morajo posamezni procesi 
najprej sporočiti katere teme želijo oddajati/sprejemati in šele nato začnejo delovati. Pot 
informacij nadzoruje roscore. Podatki poslani po isti temi so vedno iste vrste [1]. 
 
Storitve (ang. services) 
 
Storitve so alternativni način komuniciranja med vozlišči. Le te so zgolj sinhroni oddaljeni 
postopkovni klici (ang. remote procedure calls), ki delujejo tako, da ima eno vozlišče 
možnost klicanja funkcije drugega vozlišča. Delovanje te funkcije določimo podobno kot 
določimo vrsto podatkov. Strežnik storitvi določa povratni klic za obravnavo zahteve in 
storitev oglašuje. Stranka medtem do te storitve dostopa prek lokalnega zastopnika (ang, 
proxy). Storitveni klici so najbolj primerni za stvari, ki jih morate storiti občasno, in trajajo 
kratek čas. Primer tega bi bili skupni izračuni, ki bi jih poslali na druge računalnike, vklop 
senzorja ali fotografiranje s kamero [1]. 
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Dejanja (ang. actions)  
 
Če želimo, da je neka naloga dolgotrajna, uporaba storitev ni najbolj primerna rešitev, saj se 
med opravljanjem naloge storitve ne morejo prilagajati spremembam. Rešitev za take 
probleme so dejanja. Le ta so asinhrona in izvajana z uporabo tem in delujejo tako, da cilj 
naloge uporabijo za začetek delovanja in sporočijo rezultat ko končajo. To ni bistveno 
drugače kot delujejo storitve, prava razlika je v tem, da dejanja med izvajanjem dobivajo 





Catkin je ROS sistem grajenja kode, ki temelji na Cmake-u in dodatni Python kodi. Prav 




Rosrun je orodje, ki poišče program, ki ga želimo pognati, in mu posreduje željene 
argumente, če jih določimo. Za delovanje mora biti v terminalu na računalniku postavljen 
roscore. Uporabljamo ga, da se izognemo klicanju cele poti imenika do programa, saj lahko 





Roslaunch je orodje, ki zgleda zelo podobno rosrun-u. Prav tako kot pri rosrun-u, kličemo 
ime paketa v katerem se nahaja datoteka, ki jo želimo. Razlikujeta se v tem, da namesto 
programa, ki ga želimo, kličemo tako imenovani launch file, ki nam omogoča odpiranje 
večjega števila vozlišč hkrati. Launch file-i so XML datoteke s končnico ''.launch''.  Delujejo  
tako, da kličejo posamezna vozlišča in njihove parametre ter kakršnekoli spremembe tem. 
Za roslaunch ni potrebno vnaprej pognati roscore-a, saj ga, če ta predhodno ni bil pognan, 
požene sam. Ponuja nam možnost obnove vozlišč, ki bi se zrušila, in izvajanje na drugih 




Rosbag je orodje, ki omogoča snemanje in ponovno predvajanje torb (ang. bag), ki so skupek 
sporočil, ki jih pošiljajo teme. Deluje tako, da si izberemo katere teme želimo shraniti in jih 
začnemo snemati. Ko s snemanjem končamo ustvarimo torbo, ki jo potem kadarkoli 
predvajamo. To je uporabno na primer, če probamo optimizirati program s spreminjanjem 
parametrov, ker nam rosbag zagotovi, da bomo imeli vedno enake vhodne podatke in s tem 









RViz je orodje, ki nam omogoča 3D predstavitev, kaj robot ''vidi'' oziroma ''čuti''. 
Uporabljamo ga, da vidimo kaj robotovi senzorji zaznavajo in si s tem pomagamo pri 




Gazebo je orodje, ki nam simulira 3D prostor v realnem času. V sklopu te naloge smo ga 
uporabljali za testiranje programov brez robota in za učenje uporabe ROS pri katerem ni 
možnih poškodb robota. Ustvarjen je bil kot paket za začetnike [1, 3]. 
 
2.2 TurtleBot 
TurtleBot je nizkocenovni robotski komplet, ki sta ga leta 2010 razvila v Willow Garage 
Melonee Wise in Tully Foote, z željo po ustvarjanju preprostejšega in poceni robota na 
katerem bi deloval ROS in omogočil ljudem lažji vstop v svet robotike. Komplet je sestavljen 
iz premikajoče osnove, 2D in/ali 3D senzorjev razdalje, računalnika in montažne opreme [4, 
5]. Prva verzija je bila sestavljena samo iz Kinect kamere in robota iRobot Create. Od takrat 
dalje je razvoj potekal k vedno zmogljivejšim in bolj funkcionalnim različicam. Zdaj 
obstajajo že tri generacije TurtleBot-ov in večje število različic robotov druge in tretje 
generacije [4].  
 
 
Slika 2.2.4: Prva verzija TurtleBot-a [4] 
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2.3 SLAM algoritmi 
SLAM je kratica za sočasno lokalizacijo in kartiranje (simultaneous localization and 
mapping). Uporablja se za ustvarjanje zemljevida neznanega kraja s sočasnim sledenjem 
pozicije snemalca. Algoritme se načeloma uporablja pri robotskem kartiranju in odometriji. 
Zbrani podatki pomagajo robotu pri navigaciji. Algoritmi zaradi narave problema niso 
popolni in morajo za uspešno delovanje uporabljati statistične metode (Kalman filtri, Monte 
Carlo metode) s katerimi računajo verjetnost pravilnosti umeščenosti robota. Zemljevidi, ki 
jih z algoritmi ustvarimo so mrežni zemljevidi. Te delujejo tako, da zemljevid razdelijo na 
manjše koščke in potem med skeniranjem ugotovijo ali je ta košček zaseden ali ne. 
 
2.3.1 Gmapping 
Avtor gmapping paketa je Brian Gerkey. Paket vsebuje SLAM algoritem, ki temelji na 
laserskih posnetkih, odometriji in uporabi podaljšanih Kalman filtrov za lokalizacijo robota, 
s katerim je možno ustvariti 2D mrežni zemljevid prostora. Za uporabo gmapping-a je 
potreben robot, ki se premika s tremi prostostnimi stopnjami, zbira in sporoča podatke o 
svoji lokaciji (odometrija) in ima vodoravno nameščen laserski skener, ki meri daljino (v 
mojem primeru uporabim namesto laserja globinsko kamero, katere sliko nato s predelavo 
obravnavamo kot laserski skener). Sprejema teme tf, ki sledi transformacijam med 
koordinatni sistemi, in scan, ki vsebuje podatke pridobljene z laserskim skenerjem. Objavlja 
teme map in map_metadata, ki pošiljata podatke o zemljevidu, in enthropy, ki sledi 
verjetnosti, da je robot res tam, kjer je umeščen z SLAM algoritmom. Ponuja storitev 
dynamic_map s klicanjem katere dobimo podatke o zemljevidu. Sam paket vsebuje veliko 
parametrov s prilagajanjem katerih optimiziramo delovanje kartiranja glede na strojno 
opremo in nalogo. Parametri, ki jih moramo pred uporabo nujno preveriti, so tisti povezani 




Slika 2.2.5: Transformacije v robotskem sistemu [3] 
Teoretične osnove in pregled literature 
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2.3.2 Hector slam in hector mapping 
Avtorja hector slam-a sta Stefan Kohlbrecher in Johannes Meyer . Hector slam je paket, ki 
nam namesti hector mapping in pakete, ki jih ta potrebuje za delovanje. Hector mapping je  
SLAM algoritem, ki za razliko od gmapping-a ne potrebuje odometrije in dovoljuje robotske 
platforme, ki se med uporabo nagibajo (šest prostostnih stopenj). Prav tako kot gmapping za 
lokalizacijo uporablja podaljšane Kalman filtre. Za vhodne podatke pričakuje kot senzor 
visoko frekvenčni LIDAR sistem. Naročen je na temi scan, ki predstavlja vhodne podatke 
daljinskega senzorja, in syscommand, ki ob prejetju niza ''reset'' vrne zemljevid in pozo 
robota v začetno stanje. Kot gmapping objavlja temi map in map_metadata, ki pošiljata 
podatke o zemljevidu, poleg teh objavlja še slam_out_pose in poseupdate, ki sporočata 
najverjetnejšo lokacijo robota. Kot gmapping ponuja storitev dynamic_map s katero dobimo 
podatke o zemljevidu. Tudi tu imamo parametre namenjene za optimizacijo delovanja in za 
določitev transformacij med koordinatnimi sistemi [3, 7]. 
2.3.3 Cartographer 
Avtor cartographer-ja je Google-ova ekipa. Tako kot hector slam pričakuje za vhodne 
podatke LIDAR in dopušča robotu šest prostostnih stopenj. Razlika med cartografer-jem in 
preostalima algoritmoma je, da je s cartografer-jem mogoče ustvarjati tudi 3D zemljevid 
prostora. Cartographer deluje kot dva ločena vendar sorodna sistema. Prvi od teh je lokalni 
SLAM, katerega naloga je graditi zaporedje podmap. Vsaka podmapa naj bi bila lokalno 
dosledna vendar se zgodi, da se SLAM sčasoma odmika. Drugi je globalni SLAM, ki deluje 
v ozadju in je njegova naloga najti omejitve za zapiranje zank. To naredi z ujemanjem 
posnetih podatkov iz LIDAR in drugih senzorjev s podmapami [3, 8, 9].
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3 Metodologija raziskave 
Po pregledu literature in testiranju v simulatorju Gazebo smo imeli dovolj dobro 
razumevanje delovanja ROS, da smo se odločili to uporabiti v praksi. 
 
 
Slika 3.1: Navodila za sestavo TurtleBot-a 
Metodologija raziskave 
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3.1 Priprava naloge 
Sestavni deli so vsebovali robota TurtleBot 2 s Kobuki osnovo, montažno opremo, kamero 
Orbbec Astra, močnejšo baterijo (4400 mAh), računalnik Intel NUC6CAYH, polnilec in 
polnilno postajo. Poleg tega smo pri izvajanju naloge potrebovali še dodatni računalnik s 




Najprej smo na Kobuki-jevo osnovo namestili priložena stojala, kot je bilo prikazano v 
navodilih [6]. Nato smo zamenjali baterijo v robotu (2200 mAh) z močnejšo in sestavili 
polnilno postajo, kjer smo robota začeli polniti. Ker kamera in računalnik (NUC) nista 
originalno narejena za našega TurtleBot-a, smo morali postavitev malo prilagoditi. Kamere 
se ni dalo pritrditi kot Kinect, ki je v navodilih, vendar smo jo na stojalo prilepili z 
dvostranskim lepilnim trakom. Računalnik je bil previsok za svojo polico tako, da smo ga 
odložili na višjo polico, kjer je več prostora. Kasneje smo opazili, da računalnik ne deluje, 
če se robot ne polni. Ugotovili smo, da je to zaradi premajhnega toka polnilnika iz robota v 
računalnik. Originalno je bil za računalnik namenjen tok 2A pri 19V. Naš računalnik NUC 
potrebuje 3,5A pri 19V. Težavo smo rešili tako, da smo za polnjenje računalnika uporabili 
vtičnico mišljeno za robotsko roko, ki ima tok 5A pri 12V. Da smo to naredili smo morali 
prirediti polnilni kabel tako, da smo na mestu, ki gre v robotovo osnovo kabel prerezal in ga 
združil z molex-om z dvema zatičema. Prirejen kabel smo nato najprej preverili, da ne bi 
povzročili kratkega stika in ga nato, ker je vse delovalo pravilno, vklopili v računalnik in 
robotovo osnovo. Rešitev je delovala, zato smo nadaljevali z namestitvijo programske 
opreme. 
 




Slika 3.3 : Sestavljen robot od spredaj (levo) in zadaj (desno) 
Namestitev programske opreme 
 
Za uporabo ROS je bilo potrebno na NUC in na prenosnik, ki bo robota nadziral, inštalirati 
Linux operacijski sistem. Izbrali smo si Ubuntu 16.04, ker je verzija, ki najbolje deluje z 
ROS verzijo Kinetic Kame s katero smo nalogo izvajali. To smo izvedeli tako, da smo po 
navodilih z uradne Ubuntu strani ustvarili USB ključek, ki je služil kot zagonski ključek za 
namestitev na obeh računalnikih (NUC in prenosnik). Po namestitvi operacijskega sistema 
je bilo potrebno na obeh računalnikih namestiti še ROS Kinetic Kame. Tu smo sledili 
navodilom na https://wiki.ros.org. Poleg splošnih navodil za inštalacijo smo namestili še 
potrebno programsko opremo za kamero Orbbec Astra in pakete, ki smo jih potrebovali pri 
kartiranju (hector slam in Google cartographer).  
3.2 Uporaba robota 
Po sestavljanju robota in namestitvi programske opreme smo morali pred uporabo 
računalnika še pripraviti, da bosta lahko med sabo komunicirala. 
3.2.1 Priprava računalnikov 
Da je robota možno nadzorovati in usmerjati s prenosnikom je bilo potrebno oba računalnika 
povezati na isto internetno omrežje in določiti kateri od njiju je mojster. Odločili smo se kar 
za računalnik, ki je na robotu. Da nam tega ne bi bilo treba pisati v vsak ukazni terminal, ki 
ga odpremo, smo na obeh računalnikih v datoteko .bashrc dodali vrstice, ki to terminalu ob 
zagonu povejo. Poleg tega smo v .bashrc dodali imenik delovnega mesta z enakim razlogom. 
Metodologija raziskave 
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3.2.2 Povezava med računalnikoma  
Povezavo med računalnikoma smo vzpostavili s ukazom ssh, ki omogoča povezavo dveh 
računalnikov na istem omrežju, v terminalu. Ta ukaz nam omogoča pisati v terminal na 
katerem smo ga izvedli, kot bi bil ta terminal na povezanem računalniku. To je pomembno, 
saj moramo nekatere od programov izvesti na robotovem računalniku in druge na 
prenosniku.  
3.2.3 Zagon  
Na začetku je vedno treba v NUC-ovem terminalu zagnati (bringup) TurtleBot-a. To se  
izvede s pogonom minimal.launch datoteke, ki požene vsa osnovna vozlišča TurtleBot-a. 
Hkrati odpre roscore, ker datoteko roslaunch-amo.  
3.2.4 Teleoperacija 
Ko je TurtleBot zagnan, ga je možno upravljati. Najbolj osnoven način tega je teleoperacija, 
ki jo dosežemo tako, da na NUC-ovem terminalu roslaunch-amo datoteko 
keyboard_teleop.launch. Ta nam, ko imamo izbran terminal, omogoča s tipkovnico 
premikati in spreminjati hitrost premikanja TurtleBot-a. 
3.2.5 Vid 
Ker hočemo vedeti, kaj robot ''vidi'', na prenosnikovem terminalu odpremo RViz in si 
izberemo katere podatke želimo videti ali uporabimo launch datoteko, ki je primerna za 
SLAM algoritme view_navigation.launch, ki nam odpre RViz z že željenimi parametri. Tako 
launch datoteko si lahko sami ustvarimo in v njej prilagodimo parametre, ki jih želimo. 
3.3 Ustvarjanje zemljevida 
Ko je bilo vse pripravljeno smo z algoritmom gmapping začeli kartiranje laboratorija 
LAKOS. Nalogo smo izvajali tako, da smo robota teleoperirali s prenosnika in mu sledili po 
laboratoriju, da se ne bi robot poškodoval. 
3.3.1 Potek 
Robota smo postavili na tla laboratorija in se nanj povezali z ukazom ssh nato smo robota 
zagnali, odprli na računalniku RViz in pognali launch datoteke za gmapping in teleoperacijo. 
Kartiranje je potekalo tako, da smo robota parkrat zavrteli okoli njegove osi in potem  
premaknili na mesto, kjer še ni bil. Postopek smo ponavljali dokler laboratorij ni bil celotno 
skeniran. 
3.3.2 Težave pri skeniranju 
Zaradi načina delovanja gmappinga in postavitve laboratorija smo morali, da smo prišli do 








Ker je kamera dvignjena od tal so se pojavile težave pri skeniranju ovir, ki so nižje od nje. 
Na sliki 3.4 je to vidno na primeru stopnic. Teh robot sploh ne zazna in zato nariše prostor 
kot bi bili obe podlagi na enaki višini. Problem se pojavi, ko robot misli, da lahko nekam 
potuje, a bi se v resnici zaletel v stopnico ali padel dol, če bi prihajal z višje podlage. Podoben  
primer je prikazan na sliki 3.5 na odprti polici, kjer je robotova kamera na višini, kjer ima 
polica luknjo. Sicer pri primeru s slike 3.5 robot tako ali tako ne bi prišel skozi tunel, ki ga 
vidi, težava se bi pojavila, če bi bila luknja na polici bolj široka.   
 
 




Slika 3.5: Robot pred odprto polico (levo) in tunel, ki ga vidi narisan v RViz-u (desno) 
Prozorni materiali 
 
Naslednja težava takega kartiranja je, da kamera ne vidi prozornih predmetov, kar je vidno 
na sliki 3.6. To pomeni, da moramo paziti, če imamo na primer prozorna steklena vrata, saj 
jih robot samo s kamero ne bi zaznal.  
 
 
Slika 3.6: Robot pred omaro s steklenimi okni (levo) in kako omaro vidi narisano v RViz-u (desno) 
Metodologija raziskave 
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Nejasne in težko določljive ovire 
 
Robota med kartiranjem vrtimo okoli njegove osi z razlogom, da se v prostor umesti glede 
na že znane ovire. Ta način je zelo dobro deloval pri preprostih ovirah, kot so ravne dolge 
stene. Težave so se pojavile pri velikem številu majhnih in težko določljivih ovir. Na sliki 
3.7 je vidno, da robot težko določi oviro, če je ta mrežasta. Na sliki 3.8 je prikazano, kako 
robot vidi ozke ovire v tem primeru nosilce stolov in mize. 
 
 
Slika 3.7: Robot pred mrežasto ograjo in delavno postajo (levo) in pogled v RViz-u (desno)  
 
Slika 3.8: Robot pred stoloma in mizo (levo) in kako to vidi narisano v RViz-u (desno) 
Metodologija raziskave 
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Zamik prostora ob napačni lokalizaciji 
 
Če se je robot med kartiranjem narobe lokaliziral je prišlo do napake na zemljevidu, ki se je 
največkrat pokazala s spremenjenim kotom med ovirami. To se je zgodilo, ker robot misli, 
da skenira prostor z druge pozicije kot je tista na kateri se nahaja, vendar še vedno dobro 
zazna ovire na svoji poti. Ko se enkrat ta napaka zgodi, jo je zelo težko odpraviti in je 
najbolje, da kartiranje začnemo znova, saj se bo od takrat naprej robot ob lokalizaciji zanašal 
na napačne rezultate. Sliki 3.9 in 3.10 prikazujeta, da čeprav zdaj robot steno zazna kot da 
je drugje, na zemljevidu še vedno ostane rezultat prvega skeniranja, ki nam kasneje lahko 
povzroča težave.  
  
Slika 3.9: Pravilno skenirana stena v laboratoriju (levo) in ista stena narisana pod drugim kotom, 
ker je bila skenirana ob napačni lokalizaciji (desno) 
 







3.4 Kartiranje z že vnaprej posnetimi podatki 
Ker naš robot nima LIDAR nismo mogli primerjati gmappinga s preostalima algoritmoma 
na našem robotu. Ker smo primerjavo vseeno želeli,  smo jo opravili tako, da smo v algoritma 
vnesli že vnaprej posnete podatke in opazovali njuno delovanje. To smo izvedli z uporabo 
rosbag-a in predvajanjem datotek, ki so jih posneli razvijalci algoritmov. 
3.4.1 Hector mapping 
Za algoritem hector mapping smo uporabili torbo 
Team_Hector_MappingBox_RoboCup_2011_Rescue_Arena.bag, ki vsebuje podatke o 
približno štirih minutah transformacij koordinatnih sistemov in LIDAR skeniranja. Že takoj  
na začetku predvajanja torbe se opazi prednost LIDAR, saj se robot ne rabi vrteti okoli svoje 
osi, ampak se lahko neprekinjeno premika po prostoru. Na sliki 3.11 vidimo, da je prostor, 
ki je bil skeniran, zelo preprost. Kljub vsemu se je algoritem nekje zmotil in posledično so 
stene okoli sredine zemljevida zamaknjene. Prav tako kot pri gmapping-u tudi hector 




Slika 3.11: Končni rezultat hector mapping-a 
3.4.2 Cartographer 
Za test cartographer-ja  smo uporabili torbo nemškega muzeja v Münchnu, ki smo ga našli 
na cartographer-jevi uradni strani. Tudi tu kartiranje poteka hitro in znotraj posameznega 
prostora dokaj brez napak. Napake so se pojavile, ko je bilo treba prostore med sabo 
povezati. Velika prednost cartographer-ja je, da sproti popravlja napake. To naredi tako, da 
če na zemljevidu že narisane ovire ponovno ne zazna, le to zbriše oziroma zbledi. Slika 3.12 
prikazuje stare ovire s sivo barvo in ovire, ki jih trenutno upošteva s črno. Večjo 
verodostojnost da novejšim podatkom, kar pomeni, da nam ob napaki ne bi bilo treba 
kartiranja ponoviti, ampak bi le obiskali sobe, kjer smo že bili pred napako. 
 
 
Slika 3.12: Del zemljevida ustvarjenega s cartographer-jem 
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4 Rezultati in diskusija 
Po večjem številu poskusov nam je z uporabo algoritma gmapping uspelo ustvariti 
zemljevid, ki ga je robot lahko uporabljal za avtonomno vožnjo po laboratoriju. Tudi na sliki 
4.1 je vidnih nekaj napak, vendar te robota med delovanjem niso motile. Po kartiranju smo 
preverili natančnost zemljevida tako, da smo z metrom pomerili par razdalj v laboratoriju, 
na zemljevidu pa smo razdalje dobili v programu RViz s funkcijo pomeri (ang. measure). Iz 
rezultatov predstavljenih v preglednici 4.1 je vidno, da je gmapping dovolj natančen za 
izdelavo robustnega zemljevida, za natančne dejavnosti pa bi pogreški bili preveliki. Namen 
zemljevida, ki smo ga izdelali je bil samo, da obstaja kot okvirna ovira, zato menimo, da je 
gmapping dovolj dober za uporabo v laboratoriju. Ker smo v našem primeru potrebovali le 
manjši zemljevid enega prostora ter SLAM algoritmov v prihodnje za ta namen ne 
potrebujemo, je skeniranje s kamero primerno, če pa bi bilo glavno opravilo robota 
kartiranje, bi morali sistem nujno nadgraditi z LIDAR. Z nadgradnjo bi poleg hitrejšega 
kartiranja, ker ne bi potrebovali sami vrteti robota, dobili tudi možnost uporabe hector 
mapping-a in cartographer-ja. Predvidevamo, da bi bilo kartiranje še lažje izvedljivo in bolj 
natančno, če bi prostor, ki smo ga kartirali bil bolj preprost in imel manj težko določljivih 
ovir, ki so algoritem najbolj motile. 
 
Dolžina merjena z 
metrom L1 [cm] 
Dolžina merjena v 
RViz-u L2 [cm] 
Absolutni merilni 
pogrešek 𝑒𝑎 =
𝐿2 − 𝐿1 [cm] 
Relativna vrednost 





138 135 -3 -2,17 
300 280 -20 -6,67 
235 241 6 2,55 
132 136 4 3,03 
100 97 -3 -3 
90 84 -6 -6,67 
Preglednica 4.1: Merjene dolžine in merilni pogreški 
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V zaključni nalogi smo se seznanili z osnovami teorije sistema ROS, SLAM algoritmov in 
z robotom TurtleBot 2. Nato smo z uporabo TurtleBot-a in SLAM algoritma gmapping po 
večjem številu ponovitev ustvarili 2D zemljevid celotnega laboratorija. Kasneje smo z 
uporabo rosbag-a in že posnetih podatkov ustvarili še zemljevid z algoritmoma hector 
mapping in cartographer. Na koncu smo preverili natančnost zemljevida. Naši zaključki so: 
1) Sestavili smo in pripravili za nadaljnjo uporabo dva robota TurtleBot 2 
2) Pregledali smo teoretične osnove sistema ROS 
3) Primerjali smo SLAM algoritme gmapping, hector mapping in cartographer 
4) Ugotovili smo, da je Relativna vrednost merilnega pogreška algoritma gmapping z 
uporabo kamere Orbbec Astra +/- 6.67% 
5) Ustvarili smo uporaben dvodimenzionalni zemljevid laboratorija LAKOS 
 
Z zemljevidom, ki smo ga ustvarili, smo v laboratoriju omogočili avtonomno premikanje 
vseh robotov, ki lahko uporabljajo ROS. Dokazali smo tudi, da je algoritem gmapping z 
uporabo kamere Orbbec Astra dovolj dober, da dokaj natančno popiše prostor. 
 
Predlogi za nadaljnje delo 
 
Ker je sedaj možno avtonomno premikanje robota, bi se bilo dobro posvetiti implementaciji 
robota na delovnem mestu. Trenutno se lahko samo premika, ima pa tudi možnost uporabe 
robotske roke in vtičnico namenjeno le tej. V primeru uporabe roke je potrebno urediti težave 
z napajanjem računalnika, ker trenutno le ta zaseda mesto namenjeno za robotsko roko. Pri 
težavah, ki smo jih predstavili v poglavju 3.4.2 smo videli pomanjkljivosti 2D kartiranja. Da 
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