




































































































































































































































externa  que  proporciona  un  determinado  programa  para  ser 
invocado por otros. 




Bean  Objeto  Java  de  almacenamiento  de  información  volátil  en 
aplicaciones web J2EE. 
Blank  Se  utiliza  frecuentemente  para  referirse  a  aplicaciones  web  de 
ejemplo  de  incorporación  y  uso  de  una  determinada  librería,  de 
forma que contienen el esqueleto mínimo. 
Contenedor de servlets  Servidor web capaz de manejar el ciclo de vida de servlets. 























JSF  JavaServer  Faces,  estándar  de  Sun Microsystems  para  la  capa  de 
presentación de las aplicaciones web J2EE. 













es  decir,  aquellas  para  las  que  el  sistema  fue  desarrollado  en 
primera instancia. 
LOPD  Ley Orgánica de Protección de Datos de carácter personal aplicada 
en España a  todos  los datos  sensibles almacenados o  tratados en 
soportes informáticos. 












Servidor web  Aplicación  especial  instalada  en  un  ordenador  que  permite  que 
recibir  y  procesar  peticiones  de  clientes  remotos  o  locales  de 
recursos locales. 














XHTML  EXtended  HTML,  lenguaje  diseñado  para  remplazar  a  HTML. 
Proporciona las mismas funcionalidades y estructura pero es mucho 
más estricto al tener estructura XML. 
XML  EXtensible  Markup  Language,  lenguaje  para  transporte  y 
almacenamiento de datos.



















Este primer  capítulo pretende  servir  como  introducción al  trabajo  realizado, para  lo  cual  se 
encuentra  dividido  en  varias  secciones.  En  primer  lugar,  se  explicará  el  planteamiento  del 
problema  encontrado.  A  continuación,  se  comentarán  los  objetivos  que  se  desean  conseguir. 




Para  poder  explicar  el  planteamiento  del  problema  es  necesario  aclarar  en  primer  lugar  el 
contexto  del mismo.  En  el  desarrollo  de  aplicaciones web  se  utilizan  a menudo  frameworks  o 






de  componentes  JSF,  cada  una  con  su  propio  conjunto  de  componentes,    su  forma  de 
configuración    y  modos  de  uso.  En  este  contexto,  se  pueden  identificar  una  serie  de 
inconvenientes,  los  cuales  tienen  como  resultado  un  problema  principal:  la  pérdida  de  tiempo 
ocasionada por el proceso de aprendizaje de configuración y uso de las librerías de componentes 




















 Ser  accesible  vía web,  Cross‐browser,  portable  y  configurable:  el  acceso  al  sistema 
debe ser realizado a través de un navegador web, siendo la aplicación compatible con 
los más  utilizados  actualmente.  Se  necesita  posibilitar  su  despliegue  en  diferentes 
servidores  de  aplicaciones,  siendo  completamente  independiente  del  sistema 














 Estudio  del  contexto:  en  esta  fase  se  realiza  un  análisis  del  contexto  en  el  que  se 
enmarca el proyecto. Se  llevó a  cabo, por  tanto, un estudio del desarrollo web,  su 
historia  y  la  tendencia  que  sigue.  Se  pasó  a  investigar  los  marcos  de  trabajo 
relacionados  con  la parte de  la  vista del patrón de diseño MVC, haciendo  especial 
hincapié en JavaServer Faces y un amplio conjunto de librerías de componentes para 
él.  
 Planteamiento  del  problema:  es  la  etapa  en  la  que  se  localiza  un  problema 
determinado a partir del contexto estudiado. En el caso de este proyecto, el problema 
es  la  pérdida  de  tiempo  en  el  aprendizaje  de  la  configuración  y  uso  de  los 
componentes de una librería JSF dada. 
 Solución:  la  solución a desarrollar  se determinó en base al problema  localizado. Se 
llegó  a  la  conclusión  de  que  implementar  un  meta‐maquetador  (maquetador  de 
componentes  que  utiliza  estos  mismos  en  su  propia  construcción)  era  la  mejor 





























 Capítulo  3.  Gestión  del  proyecto  software:  en  este  capítulo  se  discute  todo  lo 
relacionado  con  la  gestión  de  este  proyecto,  desde  el  alcance  del mismo  hasta  su 
evaluación  final, pasando por  la gestión de  riesgos,  recursos, análisis y diseño de  la 
solución, etc. 
 Capítulo  4.  Solución:  se  encarga  de  describir  la  solución  propuesta,  cómo  se  ha 
llevado a cabo el proceso de desarrollo y qué ha sido obtenido al final. 
 Capítulo  5.  Evaluación:  se  describe  el proceso de  evaluación  seguido para  verificar 
que  la solución desarrollada resuelve satisfactoriamente el problema planteado y se 
realiza un análisis de los resultados arrojados por dicha evaluación. 
 Capítulo  6.  Conclusión:  este  capítulo  ofrece  una  conclusión  final  sobre  el  proyecto 
realizado  y  la  forma  en  la que  resuelve el problema original.  También proporciona 
líneas futuras de ampliación del mismo. 
 Capítulo 7. Bibliografía: aquí se  incluyen todas  las referencias encontradas a  lo  largo 
de la memoria, con la información correspondiente sobre la cita reseñada. 
 Anexos:  se  recogerá  como  anexo  la  siguiente  información:  control  de  versiones 






































Creación  de  un  sitio web  desde  el  punto  de  vista  funcional:  qué  hace  y  cómo  lo  hace.  Se 
encarga de proporcionar toda la funcionalidad accesible desde la parte cliente, así como todos 
los  datos  que  requiere  la  parte  de  presentación.  Consiste  casi  en  su  totalidad  en 
programación, tanto en el cliente como en el servidor. 
 







introducir  en  esta  sección  cómo  eran  estos  sitios  web  en  sus  comienzos,  de  qué  forma 
evolucionaron cuando dicha mejora tuvo lugar y hacia qué están evolucionando hoy en día. 
 
Inicialmente,  un  servidor  web  sólo  contaba  con  la  funcionalidad  de  devolver  recursos 
estáticos,  esto  es,  páginas  HTML,  imágenes,  etc.  De  esta  forma,  todos  los  contenidos 
proporcionados por sitio web tenían que ser introducidos manualmente en el código mismo de la 
página,  con  el  consiguiente  retraso  en  la  actualización  de  los  mismos  y  la  necesidad  de  un 
webmaster    para  llevarlo  a  cabo.  No  es  necesario  decir  que  la  calidad  de  presentación  de  la 
información era realmente  limitada, tal y como  lo era también  la navegación. Posteriormente,  la 
tecnología tanto en la parte cliente como en la parte servidor fue mejorando considerablemente, 
dando  lugar a navegadores  capaces de mostrar más  contenidos y a  servidores web  capaces de 









devolver  los  recursos solicitados al cliente. Es en este punto donde nace el desarrollo web  tal y 
como se ha introducido. Se va a proceder a introducir algunas de esas mejoras en ambas partes. 
 Cliente: 
o Sun Java applets [15]: se  introdujeron animaciones con una cierta  lógica que se 
podía  ejecutar  en  la  parte  cliente.  Esto  supuso  en  su  día  un  cambio 
revolucionario, pues podían  realizarse animaciones más  complejas que  simples 
GIFs  en  el  navegador,  así  como  introducir  pequeños  programas  para  que  el 
usuario interactuase con ellos. Sin embargo, esta tecnología estaba algo limitada 
en cuanto a funcionalidades y tampoco proporcionaba demasiada potencia. 
o Macromedia  Flash  [16]:  el  avance  revolucionario  en  la  parte  cliente  fue  la 
aparición  de  las  películas  o  animaciones  Flash,  las  cuales  imitaban  en  cierta 
manera  a  los  applets  Java  pero  gozaban  de  mayor  velocidad,  rendimiento  y 
potencia. Consiste, básicamente, en un conjunto de frames, los cuales contienen 
gráficos y textos, sobre los que se puede ir navegando hacia delante y hacia atrás, 
saltando en el  tiempo, como si de una película se  tratase. Aunque  inicialmente 
era algo complejo realizar una animación “condicional” con esta tecnología, hoy 
en día una película Flash puede constituir una aplicación en sí misma, debido a la 
potencia  y  posibilidades  que  ofrece  en  sus  últimas  versiones,  siendo  capaz  de 
comunicarse  con  otras  películas,  páginas,  recursos,  etc.,  al  tiempo  que 
proporciona  su  propio  lenguaje  de  programación  (ActionScript)  para  el 
procesamiento de toda la lógica necesaria. Una de las pocas desventajas del uso 














mejor  gestión  de  la  lógica  de  la  parte  servidor  de  un  sitio  web,  por  lo  que 
surgieron  los  servidores  de  aplicaciones  web.  Estos  programas  viven  en  el 
servidor y reciben reenviadas las peticiones hechas por el cliente al servidor web. 












web  de  un  tremendo  poder  sobre  la  navegación,  lógica  de  negocio,  acceso  a 









 Patrones de diseño [18]:  la posibilidad de utilizar código propio en  la parte servidor 
utilizando  servidores  de  aplicaciones  web  abre  las  puertas  para  la  aplicación  de 
soluciones comúnmente aplicadas para problemas frecuentes, soluciones que fueron 




necesario  comentar  la  importancia  del  patrón  MVC  sobre  las  aplicaciones  web 
actuales. Este patrón supone  la evolución desde una visión clásica de dicha creación 
web  en  la  que  la  página  (HTML,  PHP,  etc.)  se  encargaba  de  controlar  la  lógica  de 
negocio,  la  obtención  de  los  datos  y  su  posterior  presentación,  hasta  una  visión 
innovadora en  la que este proceso se separa en sus partes constituyentes: Modelo, 
Vista y Controlador. La aparición de este patrón posibilita en gran medida la aparición 
de  marcos  de  trabajo  y  patrones  modulares  y  diseñados  para  resolver  problemas 
concretos de cada parte del patrón MVC. 
 Marcos  de  trabajo web:  la  siguiente  evolución  de  los  patrones  de  diseño  y  de  los 
problemas frecuentes en la web origina la creación de los marcos de trabajo web. Un 
marco  de  trabajo  web  representa  una  arquitectura  de  software  que  modela  las 




una  caja  negra,  o  no  tan  negra  si  se  quiere,  que  encapsula  un  conjunto  de 
herramientas y librerías gracias a las cuales se puede levantar una robusta, completa 
y compleja aplicación web, sin necesidad de dedicar horas y horas a su programación. 
Todo  ello  gracias  a  la  reutilización  de  código  útil  y  de  calidad.  Normalmente,  los 
marcos  de  trabajo  web  proveen  funcionalidades  como  acceso  a  base  de  datos, 
plantillas,  manejo  de  sesiones,  generación  de  páginas,  validación  de  formularios, 
control de lógica de negocio, localización de recursos, etc. 
 AJAX [19]: significa Asynchronous Javascript and XML, Javascript y XML asíncrono en 











cliente  sin  tener  que  actualizar  toda  la  página  mostrada  en  el  servidor  cuando  la 
respuesta llegue, sino que se actualiza sólo aquella parte deseada. Esto consigue abrir 
las puertas al desarrollo de aplicaciones web mucho más ricas, capaces de asemejarse 






En  esta  sección  se  va  a hacer un mayor hincapié  en  el  contexto  concreto de  la  cuestión  a 
tratar:  el  desarrollo  de  aplicaciones  web  utilizando  marcos  de  trabajo,  en  especial  aquellos 
encargados de la vista en el modelo MVC. 
 
Como  ya  se  introdujo  en  la  sección  anterior,  el  patrón  de  diseño  MVC  consiste  en  una 
separación de las diferentes capas básicas que constituyen toda aplicación web. En primer lugar se 
puede encontrar el Modelo (M), encargado de encapsular el acceso a datos y la lógica de negocio 
de  la  aplicación.  En  segundo  lugar,  se  tiene  la  Vista  (V),  la  cual  se  encarga  de  presentar 
correctamente los datos que recibe, sin preocuparse de cómo se consiguen o de dónde proceden. 




implementar  correctamente  el  patrón MVC.  De  cada  uno  de  ellos  se  proporciona,  de manera 


































descrito,  existen  numerosas  soluciones. Unas  se  basan  en  componentes  para  construir  la  vista 






plantillas para  referenciar objetos definidos en  código  Java. Cuando  se utiliza para el desarrollo 
web, Velocity se encarga de desempeñar la función de vista en el patrón MVC. Velocity separa el 





para  generar  código  fuente  e  informes  o  como  componente  integrado  en  otros  sistemas. 
Proporciona,  por  ejemplo,  un  servicio  de  plantillas  para  el  marco  de  desarrollo  web  Turbine, 


























asumir  la  responsabilidad  de  aspectos  clave  como  la  construcción  de  URLs, 




La  distribución  oficial  incluye  aproximadamente  cincuenta  componentes,  incluyendo  desde 
simples componentes de salida de texto hasta complejas tablas de datos y navegación por árboles. 
Además,  Tapestry  está  pensado  para  ser  completamente  escalable,  pudiendo  enfrentarse  a 


















definidas  de  manera  centralizada  en  un  fichero  XML,  directamente  en  ficheros  JSP  o 
programáticamente.  Struts  Tiles  se  integra dentro del  ampliamente  conocido marco de  trabajo 




aplicación web  concreta  como entre diferentes aplicaciones. Además,  la última  versión de Tiles 
(Apache Tiles 2) consigue independizarse del marco de trabajo Struts, con lo que las posibilidades 




























Es  necesario  hacer  hincapié  en  la  estructura  interna  de  JSF  y  los  productos  relacionados 













a  una  determina  aplicación  web  que  ya  utilice  una  determina  implementación  del  estándar.  








































El  marco  de  desarrollo  web  Struts  está,  principalmente,  recomendado  para  aplicaciones 















Su  principal  punto  innovador  y  revolucionario  es  la  Inversión  de  Control  o  Inyección  de 
Dependencias, gracias a la cual puede reconfigurarse una aplicación media‐grande, incluso desde 
el  punto  de  vista  de  mapping  o  interconexión  de  componentes,  simplemente  editando  sus 
numerosos  ficheros de configuración. Precisamente este es  también uno de sus puntos débiles, 
pues para poder  sacar provecho de esta novedosa  técnica es necesario  aprender una  cantidad 
considerable  de  conocimientos  sobre  dichos  ficheros  de  configuración,  lo  que  repercute 
directamente en la curva de aprendizaje. 
 
Sin  embargo,  la  Inversión  de  Control  posibilita  la  interconexión  de  Spring  con  una  gran 
multitud  de  marcos  de  desarrollo  encargados  de  la  vista  o  modelo,  debido  a  la  facilidad  de 
reconfiguración inherente a esta Inyección de Dependencias. 
 





















































transparencia  en  la  subida  de  ficheros,  manejo  de  errores  y  excepciones,  validación,  pruebas 


























garantiza  que  los  conocimientos  y  esfuerzos  previos  del  programador  en  tecnología  relacional 
sean tan válidos como siempre. 
 






















Se  puede  usar  para  diseñar,  implementar,  desplegar  y  optimizar  una  capa  avanzada,  con 
persistencia  y  transformación de objetos que  soporta una gran  variedad de  fuentes de datos  y 
formatos,  incluyendo  relacional  (JDBC),  objeto‐relacional  (Oracle  Database),  Sistema  de 
Información Empresarial (J2C) y XML. 
 



















En  esta  sección  se  van  a  comparar  los marcos de  trabajos que han  sido  introducidos.  Esta 





equipo  de  desarrollo.  Se  mide  en  valores  numéricos  del  1  al  5,  siendo  1  poca 
documentación y 5 mucha. 
 Facilidad de aprendizaje:  lo que cuesta aprender a utilizar el marco desde cero, sin 
conocimientos previos.  Se mide en  valores numéricos del 1  al 5  también,  siendo 1 
poca facilidad (mucha dificultad) y 5 mucha. 
















  Velocity  Tapestry  Struts Tiles  JavaServer Faces 
Cantidad de 
documentación  1  4  4  5 
Facilidad de 








  Struts  Spring  Seam  Stripes 
Cantidad de 
documentación  5  5  3  5 
Facilidad de 































la  definición del problema.  El problema  localizado  viene dado por un uso  frecuente  y de nivel 









1. Documentación  sobre  librería:  en  primer  lugar  es  necesario  documentarse  sobre  la 
librería en cuestión, estudiar si es compatible con  la configuración actual del proyecto 
real, analizar las ventajas de su utilización, aprender cómo se configura e instala, etc. 
2. Creación  de  aplicación  en  blanco:  en  segundo  lugar  es  importante  realizar  la  típica 
aplicación blank o kickstart, que es aquella que es totalmente carente de funcionalidad 
pero  que  consigue  demostrar  que  la  configuración  mínima  para  utilizar  la  librería 
funciona correctamente y no ocasiona problemas al ser desplegada la misma. 
3. Integración en proyecto: una vez probada con  la aplicación en blanco, se procede a  la 
integración de  la  librería en el proyecto. Para esto se traslada  la configuración mínima 
de la etapa anterior a la configuración actual del proyecto, tomando las consideraciones 
oportunas  para  evitar  que  dichas modificaciones  dejen  el  proyecto  en  un  estado  no 
operativo. 




























 Documentación:  en  primer  lugar,  se  pierden  horas  y  horas  en  documentarse 
apropiadamente para poder crear una aplicación de prueba o para siquiera ver algún 
componente  funcionando.  Además,  no  siempre  existe  toda  la  documentación 
deseada para una librería determinada ni los recursos online requeridos. 
 Aplicación  en blanco:  en  segundo  lugar,  se pierde un  valioso  tiempo de desarrollo 
implementando la aplicación en blanco, dado que hay que recrear un nuevo entorno 
















































Este  proyecto  tiene  como  objetivo  desarrollar  una  herramienta  de  maquetación  de 
componentes  JSF.  De  esta  forma,  el  usuario  podrá  componer  una  página  JavaServer  Faces  de 
manera  visual  utilizando  componentes  de  librerías  que  no  tiene  necesidad  de  conocer  y  sin 
emplear para ello  línea alguna de código. Dicha herramienta de maquetación  será accesible vía 
web,  por  lo  que  se  facilita  en  gran manera  el  acceso  a  la misma,  no  siendo  necesario  ningún 
proceso de instalación en el equipo del usuario. 
 









Este  proceso  de  maquetación  asistida  se  hace  necesario  debido  a  los  inconvenientes  del 












En  este  apartado  se  va  a  exponer  la  estimación  realizada  en  cuanto  al  coste  del  proceso 






 Otros:  conjunto  de  gastos  que  no  que  encajan  en  ninguna  de  las  categorías 
anteriores. 













































proyecto  55.000  4.583,34  26,05  219  5.704,95 
Analista  42.000  3.500  19,89  534  10.621,26 
















12  6  0  0  18 
Elaboración del Plan 









10  35  0  0  45 
Análisis del sistema  105 
Definición de 
requisitos  30  20  0  0  50 
Especificación de 
requisitos  35  20  0  0  55 
Diseño  223 
Diseño de la 
arquitectura  9  24  0  0  33 
Diseño del modelo 
de datos  4  15  0  0  19 
Diseño de la interfaz  7  25  0  0  32 
Diseño de la gestión 
de componentes JSF  28  45  0  0  73 
Diseño de la lógica 















interfaz  0  42  126  126  294 
Desarrollo del 
dominio  0  15  80  80  175 
Generación de 
componentes JSF  0  20  77  77  174 
Gestión de librerías 
de componentes JSF  0  23  83  83  189 
Desarrollo de la 
lógica de negocio  0  37  133  133  303 
Pruebas  96 
Pruebas unitarias  3  9  16  16  44 
Pruebas de 
integración  4  8  5  5  22 
Ejecución de pruebas 6  10  7  7  30 
Despliegue de la aplicación  20 
Despliegue del 
sistema  8  12  0  0  20 
Mantenimiento  65 
Mantenimiento del 
sistema  6  9  25  25  65 
Documentación  94 
Documentación del 
proyecto  11  83  0  0  94 
Total horas por rol  219  534  552  552  1.857 

















Para que  los anteriormente citados empleados puedan  realizar  su  trabajo, es necesario que 












1.000  4  2  500 
Servidor propio  2.000  1  2  1.000 
Software  0  4  ‐  0 















Descripción  Coste (€/mes)  Cantidad (meses)  Coste total (€) 
Alquiler oficina  1.500  3  4.500 
Conexión  telefónica  y 
a Internet  40  3  120 
Servicio  de  limpieza  y 





















































































o Elaboración  del  Plan  de  proyecto:  en  esta  fase  se  elaborará  la  gestión  del 





o Estudio  de  las  librerías  de  componentes  JSF:  análisis  detallado  de  las  distintas 
librerías de componentes disponibles hoy en día para componer páginas JSF. 
 Análisis del sistema: 
o Definición  de  requisitos:  educción  de  requisitos  impuestos  por  el  cliente  y 
clasificación de los mismos en diferentes categorías. 


























o Desarrollo  de  la  interfaz:  se  construirá  la  interfaz  de  usuario  con  la  que 
interactuará el usuario final. 




o Gestión  de  librerías  de  componentes  JSF:  se  generará  el  código  encargado  de 
gestionar todas las librerías y componentes disponibles en el sistema. 






o Pruebas  de  integración:  se  planificarán  las  pruebas  de  integración  del  sistema 









que  componen  un  subsistema  se  integran  correctamente,  con  el  consiguiente 
correcto funcionamiento del subsistema. 







 Documentación. Documentación del proyecto: en esta  fase se documentará  todo el 
sistema,  desde  las  tecnologías  estudiadas  para  implementar  hasta  el  manual  de 









Se  incluye  también el Anexo  II. Seguimiento de proyecto  fin de carrera, el   cual  refleja esta 
planificación estimada comparada con la planificación real del desarrollo del mismo. Es necesario 
tener presente que  la realización final del proyecto ha sido responsabilidad del alumno autor de 



































o Experiencia mínima  de  3  años  gestionando  proyectos  de  complejidad media  y 
organización equipos de 5 a 10 personas. 




















o Extenso  conocimiento  de  los  principales marcos  de  trabajo  J2EE  actuales  (JSF, 
















Los problemas que pueden  llegar  a  suceder durante  la  realización del proyecto  son de dos 
tipos: conocidos y desconocidos. Los desconocidos no se pueden prever, ni identificar, ni analizar, 
ni prevenir. Sin embargo, aquellos que son conocidos sí pueden ser considerados y tratados. De 
esta  forma,  el  equipo  de  desarrollo  puede  tenerlos  en  cuenta  y  estar  preparado.  De  manera 
general, estos son los principales riesgos conocidos que se consideran: 
 
Identificador  Descripción  Causas  Consecuencias 













































































































en  términos  relativos  al  producto  final  y  sus  condiciones  de  generación,  es  decir,  el  coste 






Riesgo  Impacto en coste  Impacto en tiempo  Impacto en calidad 
R01  Bajo  Alto  Medio 
R02  Bajo  Medio  Alto 
R03  Bajo  Alto  Medio 
R04  Medio  Alto  Bajo 
R05  Alto  Alto  Bajo 
R06  Alto  Alto  Bajo 
R07  Alto  Medio  Bajo 





















a  nivel  de  sistema  como  a  nivel  detallado.  Posteriormente,  se  describen  las  tecnologías  y 







la obtención de un producto  software que  resuelva un problema.  (…) Cualquiera  sea el proceso 
utilizado y aplicado en un desarrollo de software, y casi independientemente de él, siempre se debe 
aplicar un Modelo de Ciclo de Vida. (…) El Modelo de Proceso o Modelo de Ciclo de Vida utilizado 
para el desarrollo define el orden para  las  tareas o actividades  involucradas,  también definen  la 
coordinación  entre  ellas,  enlace  y  realimentación  entre  las mencionadas  etapas.  Entre  los más 
conocidos se puede mencionar: Modelo en Cascada o secuencial, Modelo Espiral, Modelo Iterativo 
Incremental.  De  los  antedichos  hay  a  su  vez  algunas  variantes  o  alternativas,  más  o  menos 
atractivas según sea la aplicación requerida y sus requisitos.”. 
 
































Una  vez dispuesto el  ciclo de  vida a  seguir,  se procede  con el  contenido de este apartado. 



























La principal función de  la definición de requisitos es  la de analizar  las peticiones del cliente y 








 No  funcionales:  los  requisitos  no  funcionales  son  restricciones  de  los  servicios  o 
funciones que ofrece el sistema, por ejemplo, cotas de tiempo, proceso de desarrollo, 
rendimiento,  etc.  En  función  del  tipo  de  restricción  se  establecen  subtipos  de 
requisitos no funcionales: 



































RF_06  El  usuario  podrá  crear  un  nuevo  nodo  web  para  realizar  el  proceso  de 
maquetación. 





será  una  página  JSF  completamente  válida  y  que  incluye  los  componentes 
configurados. Este proceso de  conversión de maqueta web a página  JSF  será 
realizado por el sistema de manera automática. 
RF_09 
Para  crear  un  nodo  web  el  usuario  tendrá  a  su  disposición  un  conjunto  de 
librerías o maestros, cada uno con sus componentes, los cuales podrá arrastrar 
hacia el lienzo para colocarlos en la posición deseada. 
RF_10  Una  vez  insertado  un  componente  concreto  en  un  nodo,  el  usuario  podrá 
contraer o expandir el mismo. 
RF_11  Una  vez  insertado  un  componente  concreto  en  un  nodo,  el  usuario  podrá 
modificar sus propiedades, es decir, configurar todos sus atributos. 
RF_12  Una  vez  insertado  un  componente  concreto  en  un  nodo,  el  usuario  podrá 
reorganizarlo, es decir, subir o bajar su posición con respecto a los demás. 
RF_13  Una  vez  insertado  un  componente  concreto  en  un  nodo,  el  usuario  podrá 
borrarlo si lo desea. 





RF_18  El  administrador  podrá  agregar  más  maestros  de  componentes  al  conjunto 
inicial proporcionado por el sistema.
RF_19  El administrador tendrá la posibilidad de configurar componentes o maestros. 
RF_20  El  administrador  podrá  deshabilitar  el  uso  por  parte  de  los  usuarios  de  un 
componente o maestro concretos. 
RF_21  El  administrador  podrá  modificar  sus  datos  personales  y  su  contraseña  de 
acceso al sistema. 























De manera  interna,  los nodos web considerados en  los  requisitos  funcionales 







RNF_S_01  Es  necesario  superar  satisfactoriamente  un  proceso  de  autenticación  para 
poder acceder al sistema. 
RNF_S_02 
El  sistema  garantiza  la  privacidad  de  las  contraseñas  de  los  usuarios 

































realiza  el  sistema.  Para  representarlo,  se  utiliza  un  diagrama  de  actividad  que 





















 Estructural: se centra en  la estructura del sistema, de  los objetos que  lo conforman. 
Siendo un sistema basado en objetos, se utiliza un diagrama de clases para mostrar 




















 Comportamiento:  en  esta  parte  se  muestran  los  aspectos  dinámicos  del  sistema, 
especificando el  flujo de  llamadas entre  los objetos del sistema y  los mensajes que 
intercambian.  Para  realizar  este  análisis  se  utilizan  diagramas  de  secuencia,  que 
permiten  trazar  estas  llamadas  y  mensajes.  La  Figura  18  muestra  el  diagrama  de 
secuencia que representa este flujo, siendo los objetos y mensajes los siguientes: 
o Usuario: en primer lugar, el usuario desarrollador crea una aplicación web. 
o AplicaciónWeb:  después,  la  aplicación  añade  una  librería  al  conjunto  que  ya 
posee. 
o Librería:  la  inclusión de  la  librería ocasiona, generalmente,  la modificación de  la 
uno o más ficheros de configuración. 
o AplicaciónWeb: a continuación, la aplicación crea una página JSF. 
o PáginaJSF: en  la página creada se procede a  incluir  la etiqueta del componente 
deseado. 





















El objetivo del modelo de  sistema  es  representar  las  funcionalidades que necesita  tener  el 
futuro  sistema,  incluyendo  también  los  objetos  que  formarán  parte  del  mismo.  Siendo  este 









o Figura  19.  Casos  de  uso:  actores.  Representa  la  relación  entre  los  diferentes 






 Gestión  de  usuarios:  administra  los  usuarios  que  componen  el  sistema. 
Permite listar usuarios, agregar nuevos, y modificar o borrar existentes. 
 Gestión  de  librerías:  administra  las  librerías  contenidas  en  el  sistema. 
Posibilita  su  listado,  agregación  de  nuevas,  listado  de  componentes  y 
habilitado/deshabilitado de componentes/librerías. 
o Figura 21. Casos de uso: acceso al sistema. Muestra las acciones disponibles para 
el usuario no autenticado  (registrarse e  iniciar  sesión) y el usuario autenticado 
(modificar datos y cerrar sesión). 
o Figura 22. Casos de uso: usuarios.   Esta  figura muestra el uso del  sistema que 
puede hacer un usuario autenticado. Este uso se divide en: 
 Gestión de páginas: listado, creación, edición y borrado de páginas. 
 Creación  de  páginas:  listad  de  componentes  agregados,  agregar,  mover, 

















































construir un  sistema que  se  ajuste  a  las necesidades  requeridas  (requisitos  funcionales)  y  a  las 
limitaciones  impuestas (requisitos no funcionales). En primer  lugar, se va a ofrecer un diseño del 
sistema visto  “desde arriba”, es decir,  centrado en  la estructura general y exterior que  tiene el 
producto  a  desarrollar. Después,  se  proporciona  un  diseño más  detallado,  en  el  que  se  puede 













(MVC,  apartado  “Tendencia  actual”).  La  principal  característica  de  este  patrón  es  la  clara 
separación de responsabilidades: 
 
 Modelo:  se encarga de gestionar  los datos  recuperados de  la  capa de persistencia. 
Proporciona acceso y operaciones sobre estos datos. 
 Controlador:  su  función  es  gestionar  las  peticiones  realizadas  por  la  Vista, 
enlazándolas con el Modelo. 
 Vista:  proporciona  la  presentación  final  de  los  datos  y  resultados  de  operaciones 
devueltos por el Modelo. 
 


















explicadas  en  el  próxima  apartado  (Tecnologías),  y  componentes  que  serán  descritos  en 








o Páginas  JSF:  representan  la  presentación  final  de  la  información.  Es  lo  ve  el 
usuario final de la aplicación, aquello con lo que interactúa.  
o Beans JSF manejados: son beans normales (POJOs, Plain Old Java Objects) que se 
utilizan  para  guardar  temporalmente  información  relacionada  con  la 
presentación  de  los  datos  y  la  naturaleza  de  los mismos,  como  pueden  ser  el 






























datos  que  almacenan  no  son  regulares,  sino  que  contienen  componentes  JSF 
instanciados. 
 Controlador: 
o Navegación  JSF:  para  realizar  la  función  principal  de  la  parte  del  Controlador, 








o POJOS:  la parte del Modelo  se encuentra  completamente  formada por  simples 
clases  Java,  que  según  la  petición  recibida  del  Controlador  y  los  datos 










posibilitar  la  arquitectura  y  funcionalidades  requeridas.  Se  va  a  explicar  cada  una  de  estas 






componentes  para  formar  esta  presentación.  Estos  componentes  son  completamente 
independientes y pueden proceder de diferentes  librerías de  terceros. Además, proporciona un 









continuación  se  va  a  introducir  la  implementación del estándar  JSF que  se utiliza,  así  como  las 
librerías que lo complementan. 
 Sun  JSF  RI:  la  implementación  del  estándar  que  se  utiliza  en  este  proyecto  es  la 
desarrollada  por  Sun  Microsystems.  Contiene  un  número  limitado  y  básico  de 
componentes, suficientes para elaborar páginas relativamente sencillas. 
 JBoss RichFaces: para ampliar este conjunto de componentes y dotar de dinamismo al 
sistema desarrollado se utiliza  la  librería RichFaces. Esta  librería es fruto de  la unión 
del  trabajo  de  Red  Hat  y  Exadel.  Es  completamente  independiente  de  la 
implementación de JSF que se utilice así que se puede reutilizar de un proyecto a otro 

















Esta  tecnología  representa  el  pilar  central  de  toda  la  aplicación:  convierte  el  proyecto 
desarrollado en una meta‐aplicación, es decir,  la herramienta utiliza JSF para generar JSF. Su uso 

























aplicación  desarrollada.  Toda  la  tarea  de  agregar  componentes  al  lienzo,  modificar  sus 
propiedades, aspecto y posicionamiento se  realiza de manera completamente asíncrona, siendo 































La  librería Castor posibilita el  acceso  y  gestión de  ficheros XML de manera que  sea  lo más 




esquema especificado  inicialmente, obteniendo  instancias de  clases para  acceder  y  recorrer  los 
datos almacenados. 
 
En  este  proyecto,  Castor  XML  se  utiliza  para  gestionar  la  capa  de  persistencia  de  la 
arquitectura diseñada. Permite asociar entidades dentro de un fichero XML a objetos Java, con lo 
















previamente  en  el  apartado  anterior  (Figura  25.  Arquitectura  de  la  aplicación  concretada.).  En 





La  capa  de  persistencia  constituye  los  cimientos  de  la  aplicación:  es  la  responsable  del 
almacenamiento de  toda  la  información persistente del  sistema. Esta  información  se guarda en 
ficheros XML, los cuales se construyen de acuerdo a los esquemas XSD que se van a comentar más 
adelante, y el formato de estos depende del tipo de la misma. La elección de este tipo de formato 
viene  dada,  fundamentalmente,  por  la  independencia  que  otorga  respecto  a  soluciones  que 
involucran bases de datos,  teniendo que asegurar una  configuración externa  a  la  aplicación.  La 






















































 <complexType name="usuarioType"> 
  <sequence> 









   <element name="password" type="string"/> 
   <element name="email" type="string"/> 
  </sequence> 
 </complexType> 
  
 <element name="usuarios"> 
  <complexType> 
   <sequence> 
    <element name="usuario" type="tns:usuarioType" 
maxOccurs="unbounded"/> 
   </sequence> 










 <complexType name="campoType"> 
  <sequence> 
   <element name="nombre" type="string"/> 
   <element name="obligatorio" type="boolean"/> 
   <element name="descripcion" type="string"/> 
  </sequence> 
 </complexType> 
  
 <complexType name="camposType"> 
  <sequence> 
   <element name="campo" type="tns:campoType" 
maxOccurs="unbounded"/> 
  </sequence> 
 </complexType> 
 
 <complexType name="componenteType"> 
  <sequence> 
   <element name="identificador" type="string"/> 
   <element name="nombre" type="string"/> 
   <element name="clase" type="string"/>     
   <element name="habilitado" type="boolean"/> 
   <element name="descripcion" type="string"/> 
   <element name="campos" type="tns:camposType"/> 
  </sequence> 
 </complexType> 
     
 <complexType name="componentesType"> 
  <sequence> 
   <element name="componente" type="tns:componenteType" 
maxOccurs="unbounded"/> 
  </sequence> 
 </complexType> 
     
    <complexType name="libreriaType"> 
  <sequence> 
   <element name="nombre" type="string"/> 









   <element name="componentes" type="tns:componentesType"/> 
  </sequence> 
 </complexType> 
  
 <element name="librerias"> 
  <complexType> 
   <sequence> 
    <element name="libreria" type="tns:libreriaType" 
maxOccurs="unbounded"/> 
   </sequence> 










 <complexType name="campoType"> 
  <sequence> 
   <element name="nombre" type="string"/> 
   <element name="valor" type="string"/> 
  </sequence> 
 </complexType> 
  
 <complexType name="camposType"> 
  <sequence> 
   <element name="campo" type="tns:campoType" 
maxOccurs="unbounded"/> 
  </sequence> 
 </complexType> 
 
 <complexType name="componenteType"> 
  <sequence> 
   <element name="identificador" type="string"/> 
   <element name="campos" type="tns:camposType"/> 
  </sequence> 
 </complexType> 
     
 <complexType name="componentesType"> 
  <sequence> 
   <element name="componente" type="tns:componenteType" 
maxOccurs="unbounded"/> 
  </sequence> 
 </complexType> 
     
    <complexType name="paginaType"> 
  <sequence> 
   <element name="identificador" type="string"/> 
   <element name="nombre" type="string"/> 
   <element name="descripcion" type="string"/> 
   <element name="propietario" type="string"/> 
   <element name="fecha" type="string"/> 
   <element name="hora" type="string"/> 
   <element name="componentes" type="tns:componentesType"/> 











 <element name="paginas"> 
  <complexType> 
   <sequence> 
    <element name="pagina" type="tns:paginaType" 
maxOccurs="unbounded"/> 
   </sequence> 





De  esta  forma,  un  conjunto  de  ficheros  XML  de  ejemplo  de  la  aplicación  podrían  ser  los 
siguientes: 
 Fichero de usuarios: 
<?xml version="1.0" encoding="UTF-8"?> 
<usuarios> 
 <usuario> 
  <identificador>Usuario1</identificador> 
  <password>d17b01bcbb7080b7c49ed41253926115<password> 
  <email>usuario1@dominio.com</email> 
 </usuario> 
 <usuario> 
  <identificador>Usuario2</identificador> 
  <password>26f3aaafaaabd6456eb1d368756d2497<password> 




<?xml version="1.0" encoding="UTF-8"?> 
<librerias> 
 <libreria> 
  <nombre>Librería 1</nombre> 
  <habilitada>true</habilitada> 
  <componentes> 
   <componente> 
    <identificador>1</identificador> 
    <nombre>Componente 1</nombre> 
    <clase>paquete.subpaquete.Clase1</clase> 
    <habilitado>true</habilitado> 
    <descripcion>Descripción</descripcion> 
    <campos> 
     <campo> 
      <nombre>Campo1</nombre> 
      <obligatorio>true</obligatorio> 
      <descripcion>Descripción</descripcion> 
     </campo> 
     <campo> 
      <nombre>Campo2</nombre> 
      <obligatorio>true</obligatorio> 
      <descripcion>Descripción</descripcion> 









    </campos> 
   </componente> 




<?xml version="1.0" encoding="UTF-8"?> 
<paginas> 
 <pagina> 
  <identificador>1</identificador> 
  <nombre>Página 1</nombre> 
  <descripcion>Descripción</descripcion> 
  <propietario>Usuario1</propietario> 
  <fecha>23/02/1985</fecha> 
  <hora>14:23</hora> 
  <componentes> 
   <componente> 
    <identificador>1</identificador> 
    <campos> 
     <campo> 
      <nombre>Campo1</nombre> 
      <valor>Valor</valor> 
     </campo> 
    </campos> 
   </componente> 
   <componente> 
    <identificador>1</identificador> 
    <campos> 
     <campo> 
      <nombre>Campo2</nombre> 
      <valor>Valor</valor> 
     </campo> 
    </campos> 
   </componente> 


























































clase BBDD, que  implementa el patrón Singleton  (en el que sólo va a existir una  instancia de  la 
clase para  toda  la aplicación), encapsula  todo el acceso a  los datos almacenados en  la “base de 
datos”,  siendo  en  este  caso  ficheros  XML.  Siendo  común  para  toda  la  aplicación,  sólo  se 
recuperarán  los datos del almacenamiento persistente  la primera vez que sea accedido, estando 
desde entonces disponibles para  las  siguientes  llamadas. Así mismo,  se  consigue que  todos  los 













La  parte  del  Modelo  es  la  que  realmente  lleva  a  cabo  las  funcionalidades  solicitadas 
inicialmente.  Se  comunica  con  la  capa  de  persistencia  para  recuperar  los  datos  necesarios  y, 
usando  estos,  responder  a  las  peticiones  realizadas  por  la  parte  de  la  Vista,  redirigidas 





 Generar el gestor de componente para un componente dado, el  cual está  formado 


















































Representa  el  menú  de  opciones  disponibles  para  el  usuario 
administrador de la aplicación. Estas opciones son: modificar sus 














Permite  realizar  las  siguientes  operaciones  con  las  librerías: 
cargar una nueva librearía, listar las existentes y deshabilitar y/o 
borrar componentes y/o librerías enteras. 
adminUsuarios.xhtml  Gestiona  el  conjunto  de  usuarios  registros,  pudiendo  listar, 
agregar, borrar o modificar los mismos. 
indexUsuario.xhtml  Muestra  las  opciones  disponibles  para  un  usuario  normal: 
administrar páginas, modificar datos y cerrar sesión. 









A continuación,  se van a describir  los beans manejados utilizados por  la aplicación. Aunque 
inicialmente se diseñó  la arquitectura de  forma que cada parte, Vista y Controlador,  tuviese sus 
propios beans manejados, se llegó a la conclusión de que era más sencillo y eficiente concentrar la 
funcionalidad de ambos  tipos de beans en uno  sólo de ellos. Por  tanto,  los mismos beans que 
almacenan  los datos temporales de  la Vista durante el acceso de un usuario dejan disponibles al 








DatosInicio  Guarda  los  datos  relativos  al  inicio  de  sesión  (identificador, 
contraseña) y realiza las comprobaciones oportunas. 
DatosUsuario 




Contiene  la  información  relativa  a  una  librería  dada  (nombre, 
componentes),  así  como  las  funciones  correspondientes 
(modificar, borrar). 
DatosPagina 

















Por  último,  se muestra  un  diagrama  de  estados  que  ilustra  las  reglas  de  navegación  entre 


































desarrollado puede  ser  llevado a  cualquiera de  los otros  IDEs, por  lo que  tampoco 
limita la elección del IDE en gran medida. 
 Java SE 1.6/6.0: la versión de Java utilizada tanto para compilar como para ejecutar la 
aplicación  (levantar  el  servidor  de  aplicaciones)  es  la  6.0. Aún  pudiendo  conservar 
compatibilidad  utilizando  las  versiones  5.0  o  1.4.2,  se  ha  decidido  optar  por  esta 
debido  a  la  potencia  del  lenguaje  desde  la  5.0  y  la  necesidad  del  servidor  de 







razonamiento  que  la  versión  de  Java:  utilizar  la  última  versión  ofrecida  siempre 
significa  beneficiarse  de  todas  las  mejoras  que  se  hayan  incorporado.  La  única 
limitación de esta versión, como ya se comentó antes, es  la necesaria utilización del 
JDK 6.0. 












 Navegadores:  para  las  pruebas  de  funcionamiento  durante  el  proceso  de 





La  organización  interna  del  código  del  sistema  depende  en  gran medida  de  la  parte  de  la 
arquitectura diseñada en  la que se enmarque cada elemento, así como de  la  funcionalidad que 
desempeña. La aplicación se encuentra estructurada en un único proyecto web de Eclipse, cuya 
jerarquía de directorios puede observarse en  la Figura 33. El nombre en clave para el sistema ha 



























img  Almacena  todas  aquellas  imágenes que utilice 
el sistema. 
META‐INF  Guarda  el  manifiesto  descriptivo  de  la 
aplicación web. 
pages  Contiene  todas  las  páginas  JSF/XHTML 
explicadas en la Tabla 19. 
WEB‐INF 
Almacena  todos  aquellos  recursos  accesibles 
sólo por el servidor de aplicaciones y el propio 
código de la aplicación. 
Entre  otros  ficheros  importantes,  guarda 
aquellos  XMLs  que  contienen  las  librerías, 
usuarios  y  páginas,  así  como  la  configuración 
de JSF respecto a las reglas de navegación. 
WEB‐INF\lib 
Guarda  todas  las  librerías  necesarias  para  el 
correcto  despliegue  y  funcionamiento  del 
sistema. 














es.uc3m.inf.dei.jsfcomposer.beans  Este  paquete  contiene  todos  los  beans 
manejados descritos en la Tabla 20. 




las  figuras  Figura  26,  Figura  27,  Figura  28  y 
Figura 29. 






El  sistema  desarrollado  sirve  de  herramienta  para  la  composición  de  páginas  JSF.  En  esta 






navegador  web  para  poder  acceder  a  ella.  El  punto  inicial  de  acceso  al  sistema  es  la  página 
inicio.xhtml,  tal  como  se  indica en  la  Figura 32. A  través de ella  se puede navegar por  todo el 











































































El proceso de alta de un nuevo usuario se realiza en  la página  registro.xhtml  (Figura 36). En 
esta  página  se  le  pregunta  al  usuario  qué  nombre,  contraseña  y  dirección  de  email  desea 
introducir  como  información personal. Se  le pide que  contraseña especifique  la  contraseña dos 
veces para  asegurar que no  se producen  errores de  tecleo  al  introducirla. Una  vez  termine de 
rellenar  este  formulario,  pulsando  el  botón  de  “Aceptar”  se  procederá  a  finalizar  su  registro, 








































La opción de  “Modificar datos” de  los menús de administrador y usuario  llevan a  la página 
modificarDatos.xhtml  (Figura 38 y Figura 39). El aspecto de  la misma cambia en  función del  rol, 































La  opción  de  administración  de  usuarios  del  menú  del  administrador  lleva  a  la  página 










La  edición  de  un  usuario  desde  la  página  de  administración  de  usuarios  lleva  a 
























































































El  resultado de  la exportación  final de  la página desarrollada es un  fichero  comprimido ZIP. 
Este  fichero  contiene por un  lado  la página  JSF maquetada. Por otro  lado,  contiene  también el 















entorno  final,  sea  este  del  tipo  que  sea.  Esta  instalación  se  traduce  en  la  copia  de  todos  los 
ficheros  necesarios  de  la  aplicación,  así  como  de  la  copia  y  adaptación  de  los  ficheros  de 
configuración  requeridos  y  la  instalación  de  herramientas  externas,  para  el  correcto 
funcionamiento de la aplicación. 
 
En  el  caso  del  sistema  desarrollado,  gracias  a  la  utilización  de  ficheros  XML  como 
almacenamiento  persistente,  se  consigue  un  alto  grado  de  independencia  del  entorno  de 
implantación. Por tanto, sólo es necesario desplegar el  fichero WAR mencionado en el apartado 
anterior en un  servidor de aplicaciones/contenedor  J2EE  compatible  con el utilizado durante el 
desarrollo, Apache Tomcat 6.0.18, así como poseer la versión 6.0 del kit de desarrollo Java de Sun 





Donde  “dirección”  indica  la dirección  IP o nombre del  servidor que  contiene  la aplicación y 
“puerto” es el puerto asociado al servidor de aplicaciones, contenido en el citado servidor, en el 






































Es  importante  seleccionar  la  forma  de  evaluación  adecuada  a  cada  tipo  de  proyecto.  Hay 








de  ser  utilizados.  Esto  provoca  que  la  utilización  del  tipo  de  evaluación  introducido  antes,  el 
basado en pruebas unitarias, genere una cantidad  inmensa de casos de prueba y,  lo que es más 































Siguiendo  esta  separación,  en  las  tablas  que  siguen  se  muestran  los  casos  de  prueba 
seleccionados para el  sistema desarrollado. El  identificador de  caso de prueba  sigue el  formato 
“CP_<tipo>_XX”, donde  “tipo”  indica  si es de  cumplimiento de objetivo  (O) o de  realización de 
caso de uso  (U) y XX es un número de dos cifras autoincrementativo. Al mismo  tiempo, se va a 
describir  la manera de  implementar  cada  caso de prueba explicado: el/los  recurso/s  físico/s en 






































































































































































































































































































































































































































































































































































































































































































































































































































esto  no  está  contemplado  por  la  aplicación,  el  uso  de  este  tipo  de  componentes 
provoca errores en tiempo de ejecución. 
 CP_U_26:  en  determinados  componentes,  tales  como  los  afectados  en  el  caso  de 
prueba  CP_U_21,  la  modificación  de  sus  propiedades  de  manera  errónea  (no 





 Limitación de  los componentes disponibles en  la versión  implantable: se restringe el 
uso  de  los  componentes  que  causan  problemas  en  los  citados  casos  de  prueba 
CP_U_21  y  CP_U_26.  Esto  se  realiza  desde  la  propia  aplicación,  deshabilitando  los 
componentes conflictivos. 
 Propuesta  de  trabajo  futuro:  como  posible  ampliación  futura  se  comentará  la 
remodelación  o  extensión  del  sistema  desarrollado  de  forma  que  gestione 
correctamente y dé soporte a este tipo de componentes. 
 
Una  vez  tomadas  estas  medidas,  todos  los  casos  de  prueba  se  ejecutarían  con  resultado 






















La descripción del  trabajo  finaliza con una  recapitulación de  los hitos alcanzados durante  la 
realización  del mismo.  La  recapitulación  se  inicia  con  una  visión  sobre  diferentes  aspectos  del 
trabajo  realizado,  como  pueden  ser  aportaciones  realizadas  o  trabajos  futuros  planteables.  Su 
cometido es el de permitir al autor realizar una auto‐evaluación del trabajo desarrollado, así como 
plantearse posibles mejoras o extensiones, todo ello desde un punto de vista personal. Además, al 














 Estructura  interna  de  librerías  JSF:  para  el  proceso  de  generación  de  la  “base  de 
datos”  inicial de  librerías, fue necesario estudiar  la estructura  interna de  las  librerías 
de  componentes  JSF,  consistentes  en  un  fichero  comprimido  JAR  que  contiene  el 
conjunto de clases correspondientes, así como ficheros descriptores. 
 AJAX: durante  la  realización de esta  aplicación  se ha  experimentado profusamente 


























los  componentes  que  está  personalizando  con  datos  dinámicos,  incluso  con 
estructuras  enteras  recuperadas  de  la  base  de  datos.  La  introducción  de  la 
funcionalidad  de  gestión  y  creación  de  beans  manejados  en  la  aplicación 
proporcionaría una herramienta muchísimo más completa, subsanando muchas de las 
complicaciones  encontradas  por  el  camino  a  la  hora  de  renderizar  componentes 
“avanzados”,  componentes  que  requieren  el  uso  de  beans  como  medio  de 
configuración. 
 Mejora  de  la  organización  de  componentes:  en  el  producto  desarrollado,  los 
componentes  insertados  en  el  lienzo  se  pueden  ordenar  verticalmente.  Además, 
aquellos  componentes que  son de  tipo de  contenedor, es decir, permiten  albergar 
otros  como  hijos,  sólo  permiten  ser  configurados  de  manera  genérica,  no  como 
padres de otros. Por  tanto,  sería  interesante  la  implementación de una ordenación 
basada  en  componentes  compuestos,  tanto  verticales  como  horizontales, 
considerando también aquellos de tipo rejilla y demás. Esto conseguiría que el usuario 
pudiese realmente maquetar  la página en su totalidad sin  la necesidad de retocar  la 
disposición de los componentes una vez exportada la página creada. 
 Exportación:  actualmente,  cuando  se  exporta  el  resultado  de  la  creación  de  una 
página,  sólo  se  obtiene  un  fichero  con  extensión  XHTML  que  representa  la  página 
creada  o  fichero  comprimido  que  proporcionan  las  librerías  utilizadas,  pero  no  los 
ficheros de  configuración necesarios para  incorporar  completamente el  resultado a 
un proyecto dado. Una mejora  evidente  sería proporcionar un  fichero  comprimido 
como producto final que contuviese todos estos elementos. 
 Resolución de  los problemas  encontrados  en  la  evaluación de  los  casos de prueba 
diseñados:  el  problema  de  agregación  de  componentes  y  modificación  de  sus 




















meta  se  traduce  en  que,  en  todo  momento,  la  aplicación  está  trabajando  con 
componentes genéricos, no sabe si está gestionando una etiqueta o una caja de texto, 
un  panel  o  un  componente  de  Google  Maps.  Esta  generalización  acarrea  gran 
cantidad  de  complicaciones,  dado  que  los  componentes  se  generan 
“programáticamente”,  es  decir,  en  código  Java.  Esto  significa  que  en  tiempo  de 
ejecución  (es más,  durante  una  llamada  AJAX)  se  le  pide  al  sistema  renderizar  un 





una  dificultad  considerable,  ya  que  ha  sido  necesario  extraer  las  características 






































































































































En  este  primer  anexo  se  va  a  proporcionar  un  registro  detallado  de  las  versiones  de  este 
documento  que  han  sido  generadas  a  lo  largo  del  desarrollo  del  mismo.  Esta  información  es 
importante  porque  ayuda  a  entender  la  progresión  que  ha  seguido  el  trabajo  realizado,  la 
frecuencia  de  versiones,  etc.  Para  cada  versión  se  indicará  el  identificador  correspondiente,  la 











DOC_02  05/08/2008  Primera versión del documento como  tal. Contiene 
los capítulos 1 y 2 completados. 




DOC_05  05/03/2009  Capítulo  6,  glosario  de  términos  y  anexos 
terminados. 
DOC_06  06/03/2009  Revisión general de toda la memoria. 

























Este  anexo  se  encarga  de  exponer  y  detallar  el  seguimiento  que  se  ha  realizado  de  este 
proyecto fin de carrera, es decir,  la monitorización del estado del mismo durante todo el tiempo 
que  ha  durado  su  desarrollo.  En  primer  lugar  se  va  a  explicar  el  procedimiento  seguido  para 
monitorizar el proyecto. Después, se va a proporcionar la planificación inicial que se elaboró para 





La manera  de monitorizar  el  estado  de  este  proyecto  ha  consistido  en  reuniones  virtuales 
entre  tutor y proyectando en  las que  se evaluaban  los avances  realizados en  la elaboración del 
mismo, resultando de estas reuniones una serie de añadidos y/o modificaciones que aplicar a  la 














dedicado a estudiar  la  viabilidad del  sistema planteado  y a  realizar prototipos de bajo  y medio 
nivel (de ahí la entrega de primeros prototipos en Abril de 2008). 
 


































Tarea  Fecha de inicio  Fecha de fin  Horas dedicadas 
Introducción  27/10/2008  06/11/2008  15
Estudio del problema  08/11/2008  08/12/2008  38
Gestión del proyecto software  08/12/2008  25/01/2008  37
Solución  26/01/2008  03/03/2009  58
Evaluación  01/03/2009  03/03/2009  6
Conclusión  01/03/2009  04/03/2009  4
Anexos  01/03/2009  04/03/2009  7
Total  165
Tabla 60. Planificación final. 
 
 
