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Preface
This special edition presents !ve outstanding papers based on work presented at the
Third International Conference on the Uni!ed Modeling Language (¡¡UML¿¿2000) held
in York, UK in October 2000. They are extended versions of the original conference
papers, and were selected following a rigorous review process
The Uni!ed Modeling Language (UML) is a language for specifying, visualising,
constructing and documenting the artifacts of software systems. The UML originated
from the wave of object-oriented analysis and design methods (OOA & D) that ap-
peared in the early 1980s and 1990s. Its formation came about in direct response to
a call for a standard OOA & D language and corresponding notation by the Object
Management Group (OMG) in 1996.
Since then, the UML has become the lingua franca of the software engineering
community—it is rare to !nd a new CASE tool, software engineering text, course or
method that does not support UML in some way. This success can be attributed to
many factors. The most important of these has been UML’s development as an open
standard. This has enabled revisions to occur in an open and a:ective manner. Recently,
this resulted in version 1.4 of the standard.
At the time of writing, UML is undergoing a major review and revision, which
will result in version 2.0. Version 2.0 of the UML represents an opportunity to realize
many exciting and visionary ideas that are emerging in the !eld of object modelling.
The !rst of these is the opportunity to develop a generally applicable standard mod-
elling language, whose semantics and notation can be adapted to suit a wide variety
of application domains. Such a language has a clear advantage over !xed de!nition
languages, in that new variants can be quickly developed to meet di:erent modelling
requirements. In terms of UML, this means being able to view UML as a family
of languages, i.e. a set of variations within the con!nes of a common core semantic
base. The term that has emerged to describe these variations is a “pro!le”. A pro!le
is a UML semantic de!nition which extends and tailors the UML meta-model to a
speci!c domain, process or application. Already, many examples of UML pro!les are
emerging. These include user interaction, common warehouse data, software process
engineering and real-time pro!les, enterprise distributed object computing (EDOC),
enterprise application integration (EAI).
Currently, UML 1.4 provides a number of extension mechanisms which support
pro!le design. However, signi!cant work is being done to understand how version
2.0 can build on and extend these facilities. In particular, it seems important that the
core part of UML that forms the root of all pro!les be clearly delineated and precisely
de!ned. Furthermore, UML 2.0 needs to provide the methodologies and tools necessary
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to support the diIcult task of pro!le building. Ideally, some sort of pro!le building
facility is required, which combines powerful metamodelling tools, a metamodelling
language (itself a pro!le), appropriate metamodelling patterns and tool generators.
The paper “Pro!les in a strict metamodeling framework”, by Colin Atkinson and
Thomas KJuhne, provides a further contribution to the debate on what pro!les are
and how to de!ne them. Speci!cally, the paper points out the fundamental di:erences
and relationships between instantiation and inheritance for de!ning UML pro!les and
provides guidelines as to which mechanism should be used under which circumstances.
It concludes with an explanation of why both mechanisms should be utilized in the
de!nition of UML pro!les in the context of strict, linear metamodelling frameworks.
The paper “Reconciling the needs of architectural description with object-modeling
notations”, by David Garlan, Shang-Wen Cheng, and Andrew J. Kompanek, is an object
lesson in what needs to be considered when designing a UML pro!le. The paper takes
a systematic look at questions of how best to use UML for architectural description,
and whether it is suIciently expressive, as currently de!ned. It examines the space of
possible mappings from architecture description languages into UML. Speci!cally, it
describes (a) the principal strategies for representing architectural structure in UML; (b)
the bene!ts and limitations of each strategy; and (c) aspects of architectural description
that are intrinsically diIcult to model in UML using the strategies.
Tools are another vital component of the UML 2.0 vision. Until recently, UML
tools mainly o:ered diagram editors, design repositories and basic checking facilities.
However, tools are now emerging that support sophisticated analysis and checking of
UML models. This includes support for the Object Constraint Language (OCL), UML’s
standard language for describing constraints. These tools are examples of the !rst of a
new breed of industrial grade software modelling tools. As the UML continues to de-
velop, we fully expect that these type of tools will o:er the modeller with increasingly
powerful means of checking, interacting with and testing models. This will include
the ability to analyse incomplete, non-executable and under-determined models, thus
greatly improving con!dence in the correctness of abstract speci!cations.
The paper “Modular architecture for a toolset supporting OCL”, by Heinrich Huss-
mann, Birgit Demuth and Frank Finger, discusses general design issues for OCL tools.
It is argued that the nature of OCL will lead to a large variety of tools, applied in
combination with a variety of di:erent UML tools. Therefore, a Nexible modular archi-
tecture for a UML=OCL toolset is proposed. The paper reports on the !rst results of an
ongoing project which aims at the provision of such an OCL toolset that is available
as free software.
The widespread application of UML is leading to further re!nements of the lan-
guage’s notations and supporting methodologies. Practical experiences in many other
!elds, including architectural design, data modelling, performance analysis, real-time
systems and user interaction are signi!cantly contributing to the development of the
language. As such, this is where the true worth of UML will be determined and re-
Nected in future versions of the standard. For, only if a component of UML is e:ective
in practice will it continue to Nourish. Understanding the importance of practicality,
and the experiences of other disciplines, is a vital step towards recognising the primary
reason for UML’s success in the !rst place.
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The !nal two papers in this volume, consider two novel uses of UML, and extensions
required to realise them.
The paper “Extending standard UML with model composition semantics”, by SiobhOan
Clarke, addresses a well-documented problem in the software engineering !eld relat-
ing to a structural mismatch between the speci!cation of requirements for software
systems and the speci!cation of object-oriented software systems. The structural mis-
match results in support for a single requirement being scattered across the design
units and a single design unit supporting multiple requirements. The paper presents an
approach to designing systems based on the object-oriented model, but extending this
model by adding new decomposition capabilities. The new decomposition capabilities
support a way of directly aligning design models with individual requirements. Each
model contains a design of an individual requirement, with concepts from the domain
(which may appear in multiple requirements) designed from the perspective of that
requirement. Standard UML is used to design the models decomposed in this way.
Composition of design models is supported, and it is speci!ed with a composition re-
lationship. The paper describes changes required for the UML metamodel to support
composition relationships.
The paper “PRIMA-UML: a performance validation incremental methodology on
early UML diagrams”, by Vittorio Cortellessa and Ra:aela Mirandola, uses the fea-
ture o:ered by UML for separating concerns of di:erent system views using di:erent
diagrams, to derive early performance models that take into account combined data
from these diagrams. The paper introduces a methodology (PRIMA-UML) aimed at
generating a queueing network-based performance model from UML diagrams that are
usually available early in the software lifecycle. PRIMA-UML is incremental in that it
combines information extracted from (and annotated into) di:erent UML diagrams to
piecewise build the performance model. The work aims to promote the performance
validation task as an integrated activity within the development process of complex
systems.
Finally, we would like to acknowledge all the contributors to this edition for their
hard work and dedication, including the authors, the special programme committee and
the original ¡¡UML¿¿2000 programme committee. Together, they continue to make the
¡¡UML¿¿ conference series a great success.
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