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Abstract 
Software defects classification is the basis for effective management of software defects. Current air on-board 
software testing classification GJB 437 is too easy, coding defects classification in other software defects 
classification does not meet our air on-board software code review facts. The deficiencies of existing classifications 
of software defects are analyzed. And a classification for air on-board software code defects is presented. This 
classification is verified and completed by investigating the historical code defects of air on-board software. The 
revised classification has covered selected historical defects perfectly. The results of verification show that the 
revised classification of code defects can guide defects management effectively. At the same time, defects database is 
established using typical air on-board software code defects. Defects management is implemented based on defects 
database, guiding software defects detection and prevention. 
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1. Introduction 
With the informationization of modern aircraft equipment and air on-board weapons, software has 
increased the proportion of air on-board systems. The value ratio of software and hardware has increased 
from 3:7 in 1960’s to 9:1 in 1990’s [1]. The software is playing an increasingly important role in the 
system. However, software quality and reliability are still far from meeting the demand. According to the 
statistics of the US Department of Defense and NASA, software reliability is about one order of 
magnitude lower than hardware reliability in the aerospace and weapon system projects [2]. The disasters 
caused by software failures are too numerous to mention [3]. In the process of developing and using 
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equipments, a large number of failures cause by software defects, affecting the progress of equipment 
development or even resulting in personal injury and equipment damage. Air on-board software testing 
has accumulated a large amount of air on-board software defect data. Summarizing the historical defect 
data and analyzing the corresponding defect mode to adjust the software testing resources is helpful to 
detect and prevent software defect, promote the process improvement, and improve the quality of air on-
board software effectively. 
Software defect classification is the basis for effective management of software defect. This paper 
references in the existing software coding defect classification, and offers a new classification method for 
the current air on-board software coding defect. Then, we use the historical defect data to verify and 
complete the method. At the same time, we create defect typical coding knowledge base system using 
the typical air on-board software coding defects to guide software testing and defect prevention in the 
future. 
2. Related concept 
Generally the mismatch between the test object and test basis is called defect. In software testing 
activities, a number of terms are used to indicate inconsistencies between software and related basis [4]: 
failures, faults and defect. 
Failure is run-time performance. It is the inconsistence between software and specifications or users’ 
expectations. However fault is the reason why failures occur. No fault there is no failure [5]. Defect is 
program potentially unsafe factors. When the specific input triggers a defect, the software will result in 
fault, then lead to failure.  
Code defect: In accordance with the activities of software defects introduction, software defects can be 
divided into demand defects, design defects, code defects and documentation defects. Code defect is a 
kind of software defects which is introduced in coding activities. 
3. A method of code defect classification 
3.1. Code defect classification framework 
GJB 437, the current classification method for air on-board software defect, divides software errors 
into three categories based on their sources: procedural errors, documentation errors and design errors. 
This method is too simple, and hasn’t even mentioned coding defect classification. It has very limited 
information to repair and prevent specific coding defect. Through literature research, this article has 
comprehensively analyzed the existing software code defect classification methods, such as the IEEE 
standard classification for anomalies.  The method provides a unified approach to detailed classification 
of anomalies found in the program and documentation. However, this method is too complicated which 
doesn’t apply to China’s air on-board software. IBM Company has proposed a method of classification 
called ODC. It uses multiple attributes to describe the characteristics of defects, and the characteristics 
of defects provide a wealth of information for defect elimination, prevention and software process 
improvement. But the ODC method is also too complex to understand and grasp. The subjective opinion 
of defect analysts has a greater impact to determine the attributes. Both methods are not suitable for our 
air on-board software. 
In the current software defect classification method, some coding defects modes don’t meet the facts of 
air on-board software code review in our country, and others don’t include new type of coding defect 
mode. Existing software coding defect classification methods are also not suitable for our air on-board 
software and are not conducive to analyze and prevent the coding defect. 
To create a new classification method, firstly we reference in the existing software coding defect 
classification, remain a reasonable portion and remove the irrational part. Secondly we combine the 
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demand of air on-board software coding defect and obtain a preliminary classification of coding defects.  
Thirdly we use the new method to cover the analysis of historical air on-board software coding defect. 
The defect coverage can further fix and improve the preliminary classification. On this basis, we selected 
the coding defect database, extracted the typical defects to found typical air on-board software coding 
defect knowledge-base. 
Fig. 1. Framework for code defect classification study 
3.2. A preliminary classification of code defects 
In order to manage coding defects more effectively, we need to classify software coding detects. It can 
help to analyze the sources of defects, improve the encoding process, prevent coding defects and improve 
code quality. A good classification method should be orthogonal and non-overlapping between the 
different modes. And it should also cover the most common defect modes. 
With the consideration of existing software coding defect classification and demand of air on-board 
software coding defect, we classify the software coding defects comprehensively according to the 
characteristics of defect, the basic program structure and the basic elements of programming languages. 
Then we refined software coding defect categories by using layered approach. Each type of coding defect 
may be divided into multiple subtypes. Each type of subtype may also contain a variety of defect mode to 
describe different defect error scenarios. After analysis, we initially divided coding defects into logical 
defects, computational defects, interface defects, data processing defects, maintainability defects and 
other defects.  Preliminary classification of coding defects is shown in Table 1. 
The subtype of logic defect contains forgotten branches or steps, repeated logic, ignoring the 
extreme conditions, excess function, distortion, lacking of condition testing, wrong inspecting 
variables and wrong iteration loop. The subtype of calculation defect contains equation not holding, 
incorrectly calculation, precision lost, and the wrong symbol statute. The subtype of interface defect 
contains incorrectly interrupt handling, incorrect I/O timing and subroutine/module mismatch. The 
subtype of data processing defect contains incorrect data initialization, incorrect data reading or storing, 
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incorrect data scaling or data unit, incorrect data measurement and incorrect data range. The data handling 
defects generally refer to the memory problem when processing data. The subtype of maintainability 
defect contains not enough or wrong comments, unnecessary extra variables and unnecessary extra 
statements. Other defect is used to increase the new type when a coding defect cannot put in the five 
categories above. 
Table 1. Preliminary code defects classification 
Defect type Defect subtype Defect mode 
DtC1.1 Forgot branch or steps - 
DtC1.2 Repeat logic - 
DtC1.3 Ignore extreme conditions - 
DtC1.4 Excess function - 
DtC1.5 Distortion - 
DtC1.6 Lack of condition testing - 
DtC1.7 Inspection variable error - 
DtC1
Logic
DtC1.8 Iterative loop error  - 
DpC2.1.1 Lose calculation  
DpC2.1.2 Equation operand is not correct 
DpC2.1.3 Equation operator is not correct  
DtC2.1 Equation does not hold or is not 
correct
DpC2.1.4 Incorrect brackets  
DpC2.2.1 Rounding-off or truncate digit error 
DtC2.2 Lose accuracy 
DpC2.2.2 Mixed mode (forced conversion)  
DtC2
Calculation
DtC2.3 Symbol statute error  - 
DpC3.1.1 Send/response type procedure does not complete 
necessary work before the function returning an exception  
DpC3.1.2 Interrupt scene protection  
DpC3.1.3 Execution timeout for interrupt service routine   
DtC3.1 Interrupt handing not correct  
DpC3.1.4 Interrupt service routine used without the 
protection of shared resources  
DtC3.2 I/O timing not correct DpC3.2.1 Timing error causes data loss 
DpC3.3.1 Error subroutine call 
DpC3.3.2 Call wrong location subroutine  
DpC3.3.3 Call subroutine which does not exist  
DtC3
Interface defects
DtC3.3 Subroutine/module does not match  
DpC3.3.4 Inconsistence subroutine parameter  
DtC4.1 Incorrect data initialization  - 
DpC4.2.1 Flag or index set error  
DpC4.2.2 Incorrect data packing or unpacking  
DpC4.2.3 Reference of data variable error  
DtC4.2 Read or store data error  
DpC4.2.4 Data reference cross-border
DtC4.3 Data scale or units error  - 
DpC4.4.1 Variable type error  
DtC4.4 Data measurement error  
DpC4.4.2 Subscript variable error  
DtC4
Data processing 
problems 
(memory) 
DtC4.5 Data range error  - 
DtC5.1 Notes - 
DtC5.2 Excess variable - 
DtC5
Maintainability
defects DtC5.3 Extra statements - 
Others 
4. Survey and Analyze the historical code defects 
4.1. Survey method 
We has surveyed and analyzed the historical air on-board software coding defects according to the 
preliminary classification method we proposed above. The historical defect data is from multiple actual 
testing items. This article has selected 13 different types of air on-board software and analyzed their 
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historical defect data. Through the new method’s coverage of historical coding defects, we verified the 
accuracy and effectiveness of the preliminary classification, for example, whether the classification is 
orthogonal between different defect modes. And we added a new defect mode, modified and deleted some 
of the unreasonable classification if necessary, so that the initial classification has been corrected and 
improved. After that the classification method has a better coverage for the actual air on-board software 
coding defect and can provide effective guidance for our air on-board software testing and defect 
prevention. 
4.2. Data analysis 
The 13 selected air on-board software have found 492 coding defects through code review. Among 
these defects, there are 70 important and critical defects, 14.2% of the total number of defects. And there 
are 422 general defects, 85.8% of the total number of defects. Important and critical defects are 
classified one by one.  The results are shown in Fig 2. 
Fig. 2. (a) Number of defects and percentage; (b) Distribute pie chart 
Although the 70 defects can be roughly divided into the logical defect, computational defect, interface 
defect, data processing defect and maintainability defect among the five major categories, there are 
13 defects cannot be divided into the five major categories’ subtypes approximately. The 
preliminary classification of coding defect can only reach 81% coverage. After analysis,   we found the 13 
defects that cannot be classified in the five major categories’ subtypes are all logic defects. So we 
inferred the classification of logic defect may be unreasonable. 
4.3. The improvement of classification 
Data analysis revealed that the 13 defects that cannot be classified in the five major categories’ 
subtypes are all logic defects. We adjusted the logic defect classification. After analysis we found that the 
13 defects can be grouped into two categories, namely, incorrect determining condition and lacking 
of functional block. We added these two subtypes in the logic defect type, making the classification reach 
100% coverage. 
We has further analyzed the revised classification to check its orthogonality. The subtype of logical 
defect, “distortion”, refers unclearly, resulting in poor classification orthogonal.  "Distortion" refers to the 
misunderstanding of the design documents in encoding activities. However, in the process of 
classification of historical defects, we found the defects caused by distortion can be divided into other 
subtypes. Therefore, we deleted the subtypes of distortion. It didn’t affect the coverage of historical 
defects and the orthogonality of the classification. 
Defect type 
Number of 
defects 
Percentage
Logic 28 40.0% 
Calculation 8 11.4% 
Interface defects 2 2.9% 
Data processing  22 31.4% 
Maintainability
defects 
10 14.3% 
Logic
Calculation
Interface
Data processing
Maintainability
Logic
Maintain-
ability
Data
processing
Calculation
Interface
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The modified classification method has changed in logic defect type. Other types:  calculation defect 
type, interface defect type, data processing defect type and maintenance defect type still remain the same. 
Revised logical defect classification is shown in Fig 3. 
DtC1.1 Forgot branch or steps
DtC1.2 Repeat logic
DtC1.3 Ignore extreme conditions
DtC1.4 Excess function
Logic
DtC1.5 Distortion
DtC1.6 Lack of condition testing
DtC1.7 Inspection variable error
DtC1.8 Itera
DtC1.1 Forgot branch or steps
DtC1.2 Repeat logic
DtC1.3 Ignore extreme conditions
DtC1.4 Excess function
DtC1.5 Lack of condition testing
DtC1.6 Inspection variable error
DtC
tive loop error
⎧⎪⎪⎪⎪⎪⎪⎨⎪⎪⎪⎪⎪⎪⎩
→
1.7 Iterative loop error
DtC1.8 Determine condition error
DtC1.9 Lack of functional block 
⎧⎪⎪⎪⎪⎪⎪⎪⎨⎪⎪⎪⎪⎪⎪⎪⎩
Fig. 3. Revised code defects classification 
70 important or key defects which are chosen in the last part have made coverage analysis using the 
revised code defects classification, the result shown in Table 2. The revised code defects classification on 
selected 70 code defects reached 100% coverage. 
Table 2. Revised code defects classification coverage 
Defect type Defect subtype / Defect mode 
Number of historical 
defects 
DtC1.1 Forgot branch or steps 7
DtC1.2 Repeat logic 1 
DtC1.3 Ignore extreme conditions 2 
DtC1.4 Excess function 2 
DtC1.5 Lack of condition testing 1 
DtC1.6 Inspection variable error 1 
DtC1.7 Iterative loop error  1 
DtC1.8 Determine condition error  9 
DtC1
Logic 
DtC1.9 Lack of functional block  4 
DpC2.1.2 Equation operand is not correct 4 
DpC2.1.3 Equation operator is not correct  3 
DtC2
Calculation
DpC2.2.1 Rounding-off or truncate digit error 1 
DpC3.1.1 Send/response type procedure does not complete 
necessary work before the function returning an exception  
1DtC3
Interface defects 
DpC3.3.4 Inconsistence subroutine parameter  1 
DtC4.1 Incorrect data initialization  8
DpC4.2.3 Reference of data variable error  1 
DpC4.2.4 Data reference cross-border 9 
DtC4
Data processing 
DtC4.5 Data range error  4 
DtC5.1 Notes 6
DtC5.2 Excess variable 1
DtC5
Maintainability
defects 
DtC5.3 Extra statements 3
5. Typical code defects database 
Many organizations now use a spreadsheet or even paper documents for defects management. These 
approaches are not high test efficiency, difficult to guarantee quality; real-time management is also too 
much difficult. Establishing a database of typical code defects can help defect management. With the 
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database, we can efficiently complete the software defect reports, verify, modify, query, statistics, storage 
and other tasks. This will improve the efficiency of software testing process and improve the quality of 
software defect report and improve the effectiveness of software test management implementation. 
In this paper, typical code defect database is established using SQL SERVER 2000. With defects data 
storing in the database, not only can query, but also conducive to fault analysis and diagnosis. Defects 
data table in database includes 8 fields, which the ‘No.’ as the primary key, as shown in Table 3. 
Typical code defects database for air on-board software can be further expanded into code defects 
knowledge base system with adding knowledge learning and reasoning modules. The knowledge base 
system can help guide the further software testing and defect prevention. This is the direction of our 
future work.   
Table 3. Definition of defects data table ‘defectInfo’ 
Field Name Data Type Field Length Null/Not Null Field Description 
No. 10 Software name-serial number 
Severity 10 
Not Null 
Key/Important/General 
Defect description 300 Defect description 
Description of defect modification 300 Description of defect modification 
Defect body 10 People who introduced defects 
Test type 10 For example: Code review 
Defect type 10 Code defect type 
Defect mode 
char
10
Null
Defect subtype/Defect mode 
6. Conclusions 
Revised code defects classification on selected history code defects reached 100% coverage. All defect 
instances in this paper are from the real process of air on-board software testing. Code defects 
classification proposed in this paper has strong relevance for China Air On-board Software, it is a 
practical significance. Also the establishment of typical code defects database helps to improve the testing 
efficiency, software defects report quality and defects management effectiveness.  
Further study includes: (1) Select more coding defects for further classification validation. A small part 
of defect mode in classification does not correspond to the historical defect data. It is because the number 
and scope of historical defects we chose are still inadequate. More investigations of historical code 
defects in air on-board software are needed to further improvement and validation. (2) The typical code 
defects database will be expanded to knowledge base system, knowledge learning and reasoning modules 
will be added. The application of knowledge base system will increase the automation level of defect 
management, helping guide the future software testing and defect prevention. 
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