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ВВЕДЕНИЕ 
 
Создание собственных сайтов и веб-сервисов играет существенную роль 
в большинстве сфер бизнеса. Более того, бизнес модель множества компаний, 
таких как Яндекс, Google, Facebook заключается исключительно в получении 
прибыли от качественных интернет-сервисов, рекламы, платного контента, по-
жертвований пользователей и т. п. 
Веб-приложения могут приносить огромную прибыль, по этому конку-
ренция в этой сфере очень высока. Даже небольшие ошибки, допущенные при 
разработке, могут повлиять на выбор пользователя относительно того, какой из 
конкурирующих сервисов ему предпочесть. Поэтому, как и во многих других 
областях, тестирование играет очень важную роль и в процессе создания веб-
приложений. Разработка веб-приложения подразумевает под собой решение 
множества задач из множества разных областей, таких как: работа с большими 
объемами данных, построение архитектуры, реализация функционала, сетевая 
безопасность, дизайн и прочее. 
Существует два основных вида тестирования: ручное  и  автоматизиро-
ванное. В работе с первым видом тестирования инженер по качеству открывает 
в браузере проверяемую страницу и выполняет действия пользователя сайта. От 
итерации к итерации тестировщик проверяет разрабатываемое ПО на соответ-
ствие заявленным требованиям, подчинению законам логики, а так же оценива-
ет дружелюбность интерфейса. 
Каждая, независимая от других, последовательность действий тестиров-
щика, выполняемых им в процессе проверок, называется тест кейсом  или тес-
товым сценарием.  
Автоматизированное тестирование состоит в написании автотестов – 
программ, направленных на выполнение заложенных в них тестовых сценари-
ев. Таким образом, запустив тест, тестировщик может по истечению короткого 
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периода времени получить информацию о том, были ли обнаружены в ходе вы-
полнения данного сценария ошибки или тест пройден успешно. В случае поло-
жительного результата необходимость в ручном выполнении тест кейса отпада-
ет. 
Для разработки и запуска автотестов используются специальные системы 
автоматизированного тестирования.  
Главной идеей автоматизированного тестирования является полная заме-
на человеческого труда. Программист единожды создает программу, которая 
проверяет все, подготовленные заранее, тестовые сценарии. Далее, сценарии 
только поддерживаются в актуальном рабочем состоянии. Создание таких про-
грамм позволяет минимизировать процесс ручного тестирования в жизненном 
цикла разрабатываемого ПО. Хочется отметить, что данный подход экономит 
время сотрудников отдела по качеству, а также заметно ускоряет работу группы 
разработчиков, и весь процесс разработки в целом.  
Минусом автоматизации тестирования является то, что она применима 
только в отношении работы с длительными проектами. Создание программы 
тестирования отнимает не мало времени, и тратить это время для маленьких 
проектов просто бессмысленно. Как правило, автоматизированное тестирова-
ние эффективно применяется на относительно простых сценариях и проверках. 
Автоматизация сложных многошаговых сценариев может занять неприемлемо 
много времени ввиду непредвиденных нюансов или технических проблем. 
Также много времени может уйти на поддержку тестов при необходимости час-
то вносить в них изменения вслед за изменениями в тестируемой функциональ-
ности. 
Не смотря на нюансы автоматизированного тестирования, данный вид не 
сдает позиции, и компании внедряют его в свой рабочий процесс.  
Как правило, автоматизированное тестирование используется в паре с написа-
нием unit-тестов, которые проверяют разрабатываемый функционал на началь-
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ных этапах жизненного цикла. Далее, в конце итераций, применяется автомати-
зированное тестирование, чтобы охватить полностью весь функционал.  
Целью создания автотестов является улучшение процесса достижения ка-
чества разрабатываемого продукта, по средствам автоматизированного тести-
рования. За счет сокращения времени тестирования тривиальных задач, которое 
может выполнить программа, инженер по качеству может охватить большую 
функциональность, и более глубоко проверить логику разработанного ПО. 
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1 Понятие тестирования 
 
Тестирование ПО – проверка соответствия между реальным и ожидае-
мым поведениями программы. Этот процесс заключает в себе проверку соот-
ветствия программного продукта заявленным характеристикам и требованиям, 
требованиям эксплуатации в различных окружениях, с различными нагрузками, 
требованиям по безопасности, требованиям по эргономике и удобству исполь-
зования. В зависимости от направленности тестирования, проверяется та или 
иная особенность приложения или веб-сайта. Как правило, процесс тестирова-
ния документируется в виде тест плана и тест-кейсов, чек листов или user story. 
Тестовый план описывает стратегию тестирования, методы и средства тестиро-
вания, порядок тестирования и другие его особенности [2]. 
 Тестировать можно все:  
 работу программы 
 быстродействие 
 устойчивость под большой нагрузкой 
 расход ресурсов (памяти, диска, потери этих ресурсов) 
 стабильность работы 
 возможность работы на других платформах 
 удобство интерфейса 
 работу через сеть, работу аппаратного обеспечения и т.п. 
Тест-кейсы описывают последовательные пошаговые операции проверки 
функционала программы или веб-сайта.  
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1.2 Уровни тестирования 
 Тестирование разделяется на уровни взаимодействия модулей по сле-
дующим группам: 
 Модульное тестирование;  
 Интеграционное тестирование;  
 Системное тестирование; 
 Приемочное тестирование 
 
 1.2.1 Модульное тестирование.  
Модульное тестирование - это тестирование программы на уровне от-
дельно взятых модулей, функций или классов.  
Цель модульного тестирования состоит в выявлении локализованных в 
модуле ошибок в реализации алгоритмов, а также в определении степени го-
товности системы к переходу на следующий уровень разработки и тестирова-
ния.  
Модульное тестирование обычно подразумевает создание вокруг каждого 
модуля определенной среды, симулирующей состояние конечной системы. 
 1.2.2 Интеграционное тестирование. 
Интеграционное тестирование - это тестирование части системы, состоя-
щей из двух и более модулей.  
Основная задача интеграционного тестирования - поиск дефектов, свя-
занных с ошибками в реализации и интерпретации взаимодействия между мо-
дулями. 
Основная разница между модульным и интеграционным тестированием 
состоит в типах обнаруживаемых дефектов. 
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 1.2.3 Системное тестирование. 
Основная задача системного тестирования - выявление дефектов, связан-
ных с работой системы в целом: 
 неверное использование ресурсов системы; 
 непредусмотренные комбинации данных пользовательского уровня;  
 несовместимость с программным окружением;  
 непредусмотренные сценарии использования; 
 отсутствующая или неверная функциональность; 
 неудобство в применении и тому подобное. 
  
 1.2.4 Приемочное тестирование. 
 Приемочное тестирование - формальный процесс тестирования, который 
проверяет соответствие системы требованиям и проводится с целью: 
 определения удовлетворяет ли система приемочным критериям; 
 вынесения решения заказчиком или другим уполномоченным лицом при-
нимается приложение или нет. 
 Приемочное тестирование выполняется на основании набора типич-
ных тестовых случаев и сценариев, разработанных на основании требований к 
данному приложению. Решение о проведении приемочного тестирова-
ния принимается тогда, когда: 
 продукт достиг необходимого уровня качества; 
 заказчик ознакомлен с планом приемочных работ или иным документом, 
где описан набор действий, связанных с проведением приемочного тести-
рования, дата проведения, ответственные и т.д. 
 Фаза приемочного тестирования длится до тех пор, пока заказчик не вы-
носит решение об отправлении приложения на доработку или принятии прило-
жения [18].  
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1.3 Виды тестирования 
 
 1.3.1 Функциональное тестирование.  
 Функциональное тестирование рассматривает заранее указанное поведе-
ние и основывается на анализе спецификаций функциональности компонента 
или системы в целом. 
 Функциональные тесты основываются на функциях, выполняемых систе-
мой, и могут проводиться на всех уровнях тестирования (компонентном, инте-
грационном, системном, приемочном). Как правило, эти функции описываются 
в требованиях, функциональных спецификациях или в виде случаев использо-
вания системы. 
Тестирование функциональности может проводиться в двух аспектах: 
 требования; 
 бизнес-процессы. 
 Тестирование в перспективе «требования» использует спецификацию 
функциональных требований к системе как основу для дизайна тест кейсов. В 
этом случае необходимо сделать список того, что будет тестироваться, а что 
нет, приоритизировать требования на основе рисков (если это не сделано в до-
кументе с требованиями), а на основе этого приоритизировать тестовые сцена-
рии. Это позволит сфокусироваться и не упустить при тестировании наиболее 
важный функционал. 
 Тестирование в перспективе «бизнес-процессы» использует знание этих 
самых бизнес-процессов, которые описывают сценарии ежедневного использо-
вания системы. В этой перспективе тестовые сценарии, как правило, основыва-
ются на случаях использования системы [17]. 
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Преимущества функционального тестирования: 
 имитирует фактическое использование системы; 
Недостатки функционального тестирования: 
 возможность упущения логических ошибок в программном обеспечении; 
 вероятность избыточного тестирования [17]. 
 
 1.3.2 Конфигурационное тестирование. 
  Конфигурационное тестирование позволяет проверить как приложение 
ведет себя при различных разрешениях экрана, в различных браузерах, на раз-
личных операционных системах, с разным программным и аппаратным обеспе-
чением. 
 1.3.3 Нагрузочное тестирование.  
 Этот вид тестирования позволяет выявить уровень критических нагрузок 
при работе с БД, интернет серверами, сетями и другими ресурсами. При помо-
щи автоматизированных тестов можно воспроизвести типичные сценарии дей-
ствий пользователя и многократно умножить их количество, смоделировав, та-
ким образом, как поведет себя система при 100 или 10000 активных пользова-
телях. 
 1.3.4 Тестирование usability.  
 Проверяется удобство пользования продуктом. Исследуется на примере 
группы испытуемых как пользователь воспринимает продукт, как он представ-
ляет себе пути его использования, сколько времени затрачивает на то или иное 
действие, какие проблемы у него возникают и в состоянии ли он их решить. 
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 1.4 Автоматизированное тестирование 
 Автоматизированное тестирование программного обеспечения - часть 
процесса тестирования на этапе контроля качества в процессе разработ-
ки программного обеспечения. Оно использует программные средства для вы-
полнения тестов и проверки результатов выполнения, что помогает сократить 
время тестирования и упростить его процесс [6]. 
Тестирование в автоматическом режиме при помощи программных 
скриптов позволяет автоматизировать процесс. Это удобно, когда продукт час-
то меняется, но при этом обладает большой функциональностью. Автоматизи-
рованное тестирование позволяет отслеживать, что все функции продукта ста-
бильны после внесения в него изменений. Автоматизированное тестирование 
можно встраивать в цикл разработки приложений выполняя его после каждой 
новой сборки или при создании новой версии. При этом присутствие человека 
не требуется [3]. 
Автоматизированное тестирование, это не только и не просто выполнение 
тестов. Автоматизация может быть представлена в большинстве процессов тес-
тирования: 
1. Планирование и контроль. Здесь выполняется выбор необходимого объе-
ма тестов на основе рисков или иной методики; распределение тестов 
между сотрудниками; контроль за их выполнением; определение количе-
ства тестов, их состояния и свойств. 
2. Анализ и отчѐтность. Подразумевается построение отчѐтов разных форм 
и направленности на основе данных о проводимой работе, как для нужд 
рабочей команды, так и для более высокого руководства. 
3. Контроль ошибок. Сюда относятся багтрекинговые системы всевозмож-
ных вариаций. 
4. Создание тестов на основе полученных требований. Возможна как гене-
рация методом record and play, так и написание тестов вручную на одном 
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из множества языков программирования, поддерживаемых выбранной 
системой тестирования. 
5. Анализ покрытия / трассировка. Выполняется для оценки покрытия кода, 
требований или некоторого объема функциональности теми или иными 
типами тестов, созданных на предыдущем этапе. 
6. Выполнение тестов. Запуск тестовых скриптов и анализ полученных ре-
зультатов [1]. 
 
Автоматизированное тестирование имеет как плюсы: 
 Большее покрытие кода; 
 Минимизация человеческого фактора на повторной проверке тест кейсов; 
 Однажды закодированные шаги можно использовать множество раз; 
 Тест не будет пропущен; 
 Тест содержит одни и те же шаги. 
 Так и минусы: 
 Ошибки в основном находятся при создании скрипта; 
 Скрипты также могут содержать ошибки. 
 
Иногда трудозатраты на разработку автоматизированных тестов могут 
заметно превысить ручной вариант выполнения, даже если придѐтся тесты го-
нять каждый день. Некоторые тестовые случаи просто невозможно автоматизи-
ровать по разным причинам: 
 сложной алгоритмизации проверки; 
 нестандартной конфигурации стенда, которую нужно менять для разных 
тестов; 
 стороннее ПО, создающее дополнительные проблемы; 
 и прочие причины. 
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Автоматизация начинает приносить пользу только на продуктах, разра-
ботка и сопровождение которых достаточно длительны, или если небольшие 
продукты обладают максимально схожими интерфейсами и API. 
 1.4.1 Модели создания автоматизированных тестов 
 Выделяют преимущественно две модели создания автоматизированных 
тестов: 
 Record and play; 
 Page Object. 
 Модель record and play предусматривает запись действий тестровщика 
производимых в окне браузера. Записываются положения курсора и клики 
мышки и клавиш на клавиатуре. Это позволяет быстро создать рабочий автома-
тизированный тест, но такие тесты являются крайне хрупкими (fragile) и под-
держка таких тестов практически невозможна или очень трудоемка. При авто-
матизации тестирования развивающегося проекта такие тесты принесут больше 
убытков чем прибыли, ведь скрипты записанные по модели  record and play не 
позволяют отклонений. 
 В свою очередь модель Page Object предусматривает кодирование шагов 
теста вручную на одном из языков программирования. В начале происходит 
описание объектов страницы, а затем действий которые требуется совершить с 
этими объектами. Это позволяет создавать гибкие и устойчивые к минорным 
изменениям тесты, например если на веб-странице произошло смещение поля 
регистрации, но ключевые атрибуты полей и кнопок не поменялись ,то автома-
тизированный тест созданный по модели record and play придется перезаписы-
вать буквально с нуля, а тест созданный по модели Page Object продолжить 
нормально функционировать.    
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 1.5 Вывод   
В первую очередь стоит заметить что ручное и автоматизированное тес-
тирование – это взаимодополняющие технологии. Поэтому, как в современной 
обстановке сложно выпустить качественный продукт без автоматизации, также 
невозможно обойтись и без ручного тестирования.  
Во-вторых хотелось бы отметить что автоматизированные тесты бывают 
разные и следует выбирать такие тесты, которые больше всего подойдут кон-
кретно к данному проекту. 
Таким образом: 
1. Автоматизация может применяться в большинстве процессов и на всех 
уровнях тестирования. 
2. Ручное и автоматизированное тестирование – это взаимодополняющие 
технологии. 
3. Автоматизированное тестирование подразумевает участие человека. 
4. Автоматизированное тестирование требует дополнительных инвестиций, 
но позволяет повысить качество продукта. 
5. Автоматизированное тестирование – это разработка (программирование). 
6. Автоматизированное тестирование гарантирует детерминированную про-
верку функциональности. 
7. Сопровождение автоматизированных тестов требует больших дополни-
тельных расходов при активном изменении тестируемой системы. 
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2 Обзор существующих систем автоматизированного тестирования 
 
 Существует множество систем для автоматизированного тестирования 
веб-приложений, но их основным минусом является стоимость. Даже при скуд-
ном функционале и низкой скорости работы они могут обладать высокой стои-
мостью. Существует так же ряд бесплатных и открытых систем, но большин-
ство из них создают тесты по методу record and play. Далее мы рассмотрим ряд 
систем автоматизированного тестирования. 
 2.1 Selenium 
 
 
Рисунок 1 – Интерфейс Selenium 
 Selenium — это Java-приложение, которое может анализировать файлы 
определѐнной структуры для того, чтобы находить в них команды для манипу-
ляции браузером и команды для выполнения определѐнных действий и прове-
рок [7]. 
 Selenium как проект был начат в июне 2004 года, а уже в декабре 2004 го-
да он стал открытым. Изначально проект вела компания ThoughtWorks, науч-
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ным руководителем которой является Мартин Фаулер. Selenium 
поддерживает Microsoft Internet Explorer, Google Chrome, Mozilla Suite и Mozilla 
Firefox для Microsoft Windows, Linux и Apple Macintosh. В рамках проекта 
Selenium также выпускается инструмент Selenium IDE, представляющий собой 
версию достаточно популярной библиотеки Selenium в GUI-оболочке. Реализо-
вано это в виде расширения к браузеру Firefox, размером около 240 кб, включая 
сам Selenium. Этот инструмент позволяет записывать и воспроизводить скрип-
ты, представляющие собой обычные HTML-страницы с одной таблицей, со-
держащей команды. Создание автотестов в Selenium IDE происходит по модели 
record and play [7]. 
 Selenium поддерживает большинство современных платформ и браузеров 
от Internet Explorer до Safari. 
 В других браузерах частичная имеется поддержка, в зависимости от ОС, 
браузера и настроек безопасности браузера [7]. 
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 2.2 HP QuickTest Professional 
 
 
 
Рисунок 2 – Интерфейс HP QuckTest Professional 
 
 HP QuickTest Professional (QTP) — один из ведущих инструментов авто-
матизации функционального тестирования, является флагманским продуктом 
компании HP в своей линейке. Для разработки автоматизированных тестов QTP 
использует язык VBScript [14]. 
 QTP поддерживает следующие технологии:  
 Windows Presentation Foundation 
 Web services 
 Macromedia Flex 
 Ajax 
 Delphi 
 .NET 
 VisualBasic 
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 ActiveX 
 Java 
 Oracle 
 SAP Solution 
 PowerBuilder 
 Siebel 
 PeopleSoft 
 VisualAge 
 Stingray 
 Компания HP рекомендует использование QTP в интеграции с HP Quality 
Center для установления связи тестов с требованиями, хранения тестов, управ-
ления их запуском, формирования отчѐтов [14]. 
 В отличие от ряда других продуктов для автоматизации функционального 
тестирования, QTP позволяет контролировать генерируемый текст скрипта в 
процессе записи действий пользователя, за счѐт чего снижается время, необхо-
димое для разработки теста [14]. 
 В QTP информация обо всех объектах экранного интерфейса сохраняется 
в специальный репозиторий (Object Repository), что новому пользователю мо-
жет показаться непрозрачным. Умолчания по выбору существенных свойств 
каждого типа объектов экранного интерфейса могут быть настроены отдельно, 
например, окно может определяться заголовком, а столбец таблицы — шири-
ной и порядковым номером в таблице [14]. 
 Существует встроенный механизм сравнения текстовых данных с исполь-
зованием регулярных выражений [14]. 
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 2.3 IBM Rational Functional Tester 
 
 
 
Рисунок 3 – Интерфейс IBM Rational Functional Tester интегрированного в  Microsoft Visual 
Studio 
 Rational Functional Tester предоставляет тестировщикам средства автома-
тизированного тестирования, позволяющие выполнять функциональное тести-
рование, регрессивное тестирование, тестирование пользовательского интер-
фейса и тестирование управляемое данными. Rational Functional Tester интегри-
рован с IBM Rational Quality Manager - мощным набором средств управления 
тестированием, обнаружения дефектов, управления версиями сценариев тести-
рования и управления требованиями. Инструментальные средства, входящие в 
состав этой платформы, ускоряют разработку приложений, значительно облег-
чая координацию и коммуникацию внутри коллектива разработчиков [15]. 
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 С помощью инструментов, имеющихся в IBM Rational Quality Manager, 
весь коллектив разработчиков будет обладать четкой информацией о результа-
тах тестирования. В частности, разработчики смогут легко получить доступ к 
информации об обнаруженных тестировщиками дефектах, что поможет легко 
воспроизвести найденные ошибки. Кроме того, управленческому звену будет 
предоставлена информация, необходимая для оценки степени рисков по каж-
дому этапу проекта [15]. 
 IBM Rational Quality Manager освобождает тестировщиков от обязанности 
вручную отслеживать изменения в требованиях, что достигается путем автома-
тической пометки тестовых сценариев, ссылающихся на измененные требова-
ния [15]. 
Основные возможности: 
 тестирование приложений на Java (J2EE, J2SE, SWT, средства управления 
AWT/JFC); 
 тестирование Web-приложений (HTML, DHTML, XML, JavaScript, Java-
аплеты); 
 написание тестовых сценариев на Java; 
 использование технологии ScriptAssure и проверка изменения приклад-
ных данных; 
 интеграция с коллективными коммуникационными средствами Rational; 
 поддерживает тестирование приложений 3270 (zSeries) и 5250 (iSeries) с 
использованием расширения Functional Tester Extension для приложений 
на основе терминалов; 
 бесшовная интеграция в среду Eclipse, WebSphere Studio и Rational XDE 
Developer [15]. 
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 3 Сравнение существующих систем 
 
 В ходе сравнения существующих систем было выявлено, что среди них 
нет той системы, которая бы полностью удовлетворила все потребности в орга-
низации процесса автоматизированного тестирования, при этом была бы бес-
платной и удобно расширяемой.  
 Система QuickTest Professional от компании HP является одним из лиде-
ров рынка для создания автотестов, но к сожалению стоимость ее лицензии от 
8000 до 10000 долларов, что является крайне высокой ценой в условиях рос-
сийского рынка IT компаний.  
 Система Rational Functional Tester обладает схожим функционалом с 
QuickTest Professional. Так же является платной, стоимость ее лицензии дости-
гает 6000 долларов.  
 Система Selenium IDE хоть и является бесплатной, имеет не плохой 
функционал и открытый код, тем не менее нуждается в доработке. С помощью 
этой системы можно генерировать автотесты на языке Java, но поддержка дан-
ных тестов будет являться крайне трудоемкой задачей которая едва ли окупится 
в текущих темпах развития и разработки проектов.  
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 4 Разработка системы автоматизированного тестирования 
 
 4.1 Формирование требований к системе 
 Изначально необходимо точно сформулировать основные идеи, которые 
определяют функционал системы автоматизированного функционального тес-
тирования. Грамотно составленные требования к проекту являются гарантией 
того, что он будет выполнен максимально качественно и будет иметь весь не-
обходимый функционал. 
 Таким образом, к разрабатываемой системе автоматизированного функ-
ционального тестирования предъявляются следующие требования: 
1. Простота создания и поддержки тестов даже для человека, ранее не рабо-
тавшего в рамках автоматизации тестирования, но обладающего навыком 
программирования; 
2. Эффективность - система должна быть оптимизированной, быстродейст-
вующей и способной осуществлять тестирование на различных уровнях 
от интеграционного до системного; 
3. Кроссплатформенность - запускать тесты на разных платформах и уст-
ройствах, для проведения тестирования совместимости; 
4. Наличие развитой системы отчетов - существует необходимость в авто-
матическом формировании  различных видов отчетов по состоянию про-
екта (количество багов, быстродействие и т.д.); 
5. Модульность - система должна состоять из отдельных модулей, отве-
чающих за отдельную задачу разработки тестов; 
6. Расширяемость - функционал системы должен быть легко расширяемым. 
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 4.2 Выбор основного языка программирования 
 Для начала необходимо выбрать язык программирования, с помощью ко-
торого можно было бы реализовать систему, удовлетворяющую всем требова-
ниям и позволяющего взаимодействовать с самыми популярными инструмен-
тами тестирования. Выбор был сделан в пользу языка Java. 
 Java — высокоуровневый объектно-ориентированный язык программиро-
вания, разработанный компанией Sun Microsystems (в последующем приобре-
тѐнной компанией Oracle).  
 Приложения Java обычно транслируются в специальный байт-код, поэто-
му они могут работать на любой виртуальной Java-машине вне зависимости 
от компьютерной архитектуры. Достоинством подобного способа выполнения 
программ является полная независимость байт-кода от операционной систе-
мы и оборудования, что позволяет выполнять Java-приложения на любом уст-
ройстве, для которого существует соответствующая виртуальная машина. Дру-
гой важной особенностью технологии Java является гибкая система безопасно-
сти, в рамках которой исполнение программы полностью контролируется вир-
туальной машиной. Любые операции, которые превышают установленные пол-
номочия программы (например, попытка несанкционированного доступа к дан-
ным или соединения с другим компьютером), вызывают немедленное прерыва-
ние [8]. 
 Часто к недостаткам концепции виртуальной машины относят снижение 
производительности. Ряд усовершенствований несколько увеличил скорость 
выполнения программ на Java: 
 применение технологии трансляции байт-кода в машинный код непо-
средственно во время работы программы (JIT-технология) с возможно-
стью сохранения версий класса в машинном коде; 
 широкое использование платформенно-ориентированного кода (native-
код) в стандартных библиотеках; 
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 аппаратные средства, обеспечивающие ускоренную обработку байт-кода 
(например, технология Jazelle, поддерживаемая некоторыми процессора-
ми фирмы ARM) [8]. 
 Идеи, заложенные в концепцию и различные реализации среды виртуаль-
ной машины Java, вдохновили множество энтузиастов на расширение перечня 
языков, которые могли бы быть использованы для создания программ, испол-
няемых на виртуальной машине. Эти идеи нашли также выражение в специфи-
кации общеязыковой инфраструктуры CLI, заложенной в основу платфор-
мы .NET компанией Microsoft [8]. 
Для разработки проекта была выбрана среда (IDE) IntelliJ IDEA Comunity 
Edition (Рисунок 4) производства Российской компании JetBrains. Данная IDE 
является бесплатной, предназначена для разработки проектов на Java и имеет 
большие возможности расширения за счет подключаемых плагинов.  
 
Рисунок 4 – Интерфейс IntelliJ IDEA 
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 4.3 Выбор технологий и спецификации 
 
 4.3.1 Cucumber 
 Одной из крупных проблем автоматизации тестирования является под-
держка, формализация и понимание тест кейсов. К примеру если в компанию 
пришел новый человек, то он потратит огромное количество времени, что бы 
разобраться, что происходит в момент работы того или иного теста. Миними-
зировать эту проблему помог фреймворк Cucumber.  
 
Рисунок 5 – Логотип фреймворка Cucumber 
Cucumber используется для написания программного кода по методоло-
гии Behavior-Driven-Development (BDD), что переводится как "разработка дви-
жимая поведением". Суть методологии в том, что бы сначала формализовать 
требования, а затем уже отталкиваясь от этих требований реализовывать функ-
ционал. В случае системы автоматизированного тестирования этот подход удо-
бен для формализации тест кейсов на естественном языке, а затем реализации 
каждого шага в виде программного кода. Это позволяет внести ясность и чет-
кость в сам тест кейс, ускоряет понимание его работы и того, что и как он тес-
тирует [9]. 
Файлы с формализованными тест кейсами имеют расширение .feature и 
обычно носят название самого тест кейса, например Login.feature (Рисунок 6). 
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Рисунок 6 – Пример формализованного тест кейса LogIn.Feature 
 Ключевое слово Feature используется для формализации названия тест 
кейса, а ключевое слово Scenario служит для быстрого описания самого алго-
ритма тестирования или ожидаемого результата. 
 Для связи формализованного тест кейса и его описанием на языке про-
граммирования используются ключевые слова: 
 Given; 
 When; 
 Then; 
 And. 
 Работают данные ключевые слова подобно ссылкам в интернете, говоря о 
том что существует некий метод, который относится конкретно к данному шагу 
тест кейса. Cucumber поддерживает множество естественных языков для фор-
мализации тест кейсов, включая Русский, что делает его одним из сильнейших 
фреймворков для достижения простоты и понятности тестов и тест кейсов, ко-
торые к ним относятся. 
 Так же Cucumber имеет встроенный генератор отчетов позволяющий на-
глядно (Рисунок 7) изобразить на каком моменте произошла ошибка, поме-
шавшая получению ожидаемого результата. 
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Рисунок 7 – Отчет сгенерированный фреймворком Cucumber 
 
 4.3.2 Selenium WebDriver 
 Для работы с любым сайтом или веб-приложением используются браузер. 
Браузер - прикладное программное обеспечение для просмотра веб-страниц. 
Прежде чем взаимодействовать с сайтом, требуется решить задачу взаимодей-
ствия с браузером как таковым. На помощь пришел Selenium WebDriver. Этот 
драйвер является ключевым элементом системы и позволяет имитировать рабо-
ту пользователя с браузером: кликать на ссылки, заполнять поля, очищать поля, 
нажимать на кнопки, переходить по ссылке и т. д. WebDriver способен взаимо-
действовать с большинством популярных браузеров: InternetExplorer, Mozilla 
FireFox, Google Chrome и т.д. 
 4.3.3 Библиотека тестирования jUnit 
 Далее были проведены исследования популярных библиотек для тестиро-
вания, и выбор был сделан в пользу библиотеки jUnit. Она позволит добавить в 
любое место нашего теста некую точку сравнения фактического и ожидаемого 
результата.  
 jUnit — библиотека для модульного тестирования программного обеспе-
чения на языке Java [12]. 
 Созданный Кентом Беком и Эриком Гаммой, JUnit принадлежит семье 
фреймворков xUnit для разных языков программирования, берущей начало в 
SUnit Кента Бека для Smalltalk. jUnit породил экосистему расши-рений — 
jMock, EasyMock, DbUnit, HttpUnit и т. д. jUnit был портирован на другие язы-
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ки, включая PHP (PHPUnit), C# (NUnit), Python (PyUnit), Fortran (fUnit), Delphi 
(DUnit, Free Pascal (FPCUnit), Perl (Test::Unit), C++ (CPPUnit), Flex (FlexUnit), 
JavaScript (JSUnit), COS (COSUnit) [12]. 
jUnit позволяет проверять некие утверждения описанные в тесте, будь то 
выходной параметр, или равенство строк.  
 Пример проверки равенства строк: 
String nameOne = "Вася"; 
String nameTwo =  "Олег";  
assert(nameOne.equalsIgnoreCase(nameTwo)); 
Результатом работы данного кода будет ошибка проверки условия (asser-
tationError), так как строка nameOne не равняется строке nameTwo. 
 4.3.4 Система автоматической сборки проекта Maven 
В результате появился набор некоторых программных средств, каждое из 
которых отвечает за свою определенную задачу. Для Java существует система 
сборки Maven, предназначенная для автоматической сборки проектов, издаю-
щаяся сообществом Apache Software Foundation.  
Для получения структуры проекта Maven использует POM язык, являю-
щийся подмножеством языка XML. В файлах описания проекта содержится его 
спецификация, конфигурируются зависимости от других проектов, индивиду-
альные фазы процесса построения проекта и список плагинов, реализующих 
порядок сборки. 
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4.4 Разработанная архитектура 
 
 
Рисунок 8 – Разработанная архитектура системы 
 Разработанная архитектура системы подразумевает при первом открытии 
проекта на новой машине в IDE импорт файла pom.xml для автоматического 
сборщика Maven. Устанавливаются зависимости между компонентами проекта 
и загружаются недостающие библиотеки.  
 Стоит отметить что для работы с браузером Google Chrome требуется 
предварительно загрузить драйвер для Selenium WebDriver из внешнего 
ресурса.  
 После сборки проект полностью готов для создания новых и выполнения 
уже существующих тестов. 
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 5 Реализация автоматизированной системы тестирования  
 
 5.1 Основные классы проекта 
 Основными классами в проекте являются классы AcceptanceTest и класс 
Hooks. Эти классы работают в паре, позволяя реализовывать гибкие и устойчи-
вые тесты. Код класса AcceptanceTest представлен в приложении А. Код класса 
Hooks представлен в приложении Б. 
  При запуске класса AcceptanceTest происходит инициализация фрейм-
ворка Cucumber, который ищет ключевые слова Before, Test и After, а затем вы-
зывает методы, соответствующие ключевым словам.  
 5.1.1 Before 
 На данной стадии необходимо очистить или создать директорию для от-
четов и запустить браузер, затем необходимо из файла .feature получить имя 
сценария и вывести в консоль, что начал выполняться наш сценарий. Если за 
раз выполняется множество сценариев, то происходит проверка на дублирова-
ние сценариев, если мы уже проверяли данный сценарий, то повторная провер-
ка проведена не будет. За эти действия отвечает метод setUp() класса Hooks. 
 5.1.2 Test 
 На данной стадии происходит инициализация объекта Cucumber, который 
будет выполнять тест и взаимодействовать с Selenium WebDriver, и выполнение 
тестового сценария в соответствии с формализованным тест кейсом. 
 5.1.3 After 
 После получения результата теста, будь он положительный или отрица-
тельный, происходит завершение работы WebDriver и создание отчетных фай-
лов в папке с отчетами. Так же в консоль выводится информация о завершении 
теста 
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 5.2 Описание объектов веб-страницы 
 Для того чтобы WebDriver знал, к какому элементу  следует применять 
то или иное действие, требуется описать элементы находящиеся на странице с 
помощью одного из двух способов: 
 XPATH 
 CSS 
 Получив конкретное описание элемента со страницы, необходимо создать 
класс, с названием тестируемой страницы, и описать в нем элементы (Рисунок 
9). 
 
Рисунок 9 – Пример описания элементов страницы  
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 5.2.1 XPATH 
 XPATH - язык запросов к элементам XML-документа. Разработан для ор-
ганизации доступа к частям документа XML в файлах трансформации XSLT и 
является стандартом консорциума W3C. XPath призван реализовать навигацию 
по DOM в XML. В XPath используется компактный синтаксис, отличный от 
принятого в XML. В 2007 году завершилась разработка версии 2.0, которая те-
перь является составной частью языка XQuery 1.0. В декабре 2009 года нача-
лась разработка версии 2.1, которая использует XQuery 1.1 [19]. 
 Для нахождения XPATH элемента существует удобное расширение для 
Mozilla Firefox называемое FirePath (Рисунок 8). Это расширение максимально 
удобно в использовании, для нахождения XPATH требуемого элемента, доста-
точно нажать на кнопку интерфейса с изображением стрелки мыши и кликнуть 
по необходимому элементу на странице. В диалоговом окне выведется подсве-
ченный исходный код элемента, а в строке поиска выведется его XPATH. 
 
Рисунок 10 – Интерфейс расширения FirePath 
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 5.2.2 CSS 
 CSS - формальный язык описания внешнего вида документа, написанного 
с использованием языка разметки [20]. 
 Преимущественно используется как средство описания оформления 
внешнего вида веб-страниц, написанных с помощью языков размет-
ки HTML и XHTML, но может также применяться к любым XML-документам, 
например, к SVG или XUL [20]. 
 Для выбора элемента на странице с помощью CSS необходимо составить 
CSS селектор. Для получения качественного селектора необходимо открыть в 
браузере инструменты разработчика, навести мышь на интересующий нас эле-
мент, в окне инструментов разработчика подсветится код отвечающий за рас-
положение данного элемента на странице. После этого необходимо определить 
ключевые атрибуты элемента (класс родитель, наличие дочерних классов, на-
личие специфичных атрибутов и т.д.) и сформировать CSS селектор.  
 Так же для составления селектора существует утилита SuperSelector. Эта 
утилита написана на языке JavaScript, максимально проста в использовании и 
очень гибка в настройке. SuperSelector можно вызвать на любой веб-странице, 
для этого достаточно создать закладку в браузере и активировать ее на требуе-
мой странице простым нажатием мыши. Утилита запустится, появится интер-
фейс, а затем достаточно нажать Ctrl + Click на необходимый элемент страницы 
для получения его CSS селектора. На рисунке 11 изображен пример работы Su-
perSelector. 
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Рисунок 11 – Пример работы SuperSelector 
 
 5.3 Дополнительные классы для WebDriver 
Selenium WebDriver обладает мощным API при помощи которого стано-
вится возможным кодирование команд для работы с браузером. 
Основные команды API Selenuim WebDriver: 
 get() - метод позволяющий перейти по URL на веб страницу; 
 findElement() - метод позволяющий WebDriver обнаружить элемент 
на странице с помощью заранее известных XPATH или CSS; 
 click() - метод позволяющий нажать на любой объект на странице 
 sendKeys() - метод позволяющий ввести какой-либо текст в поле 
ввода. Этот метод можно вызвать для любого элемента на странице, 
например для симулирования нажатия горячих клавиш; 
 clear() - метод позволяющий очистить текстовое поле; 
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 Обращение к WebDriver с использованием данных команд в таком виде 
делает код тестов очень громоздким и трудно читаемым, поэтому было принято 
решение написать классы и методы, упрощающие взаимодействие с API: 
 WebDriverFactory - класс содержащий методы инициализации драйвера, 
требующегося для конкретного браузера; 
 WebDriverHelper - класс содержащий методы упрощающие вызов неко-
торых часто повторяющихся функций WebDriver. Например метод close-
CurrentWebDriver() завершает работу текущего драйвера и выводит те-
кущее сообщение в лог и консоль. Метод navigateTo(String url) служит 
для перехода на веб-страницу по ссылке, передаваемой в виде строковой 
переменной String url. Так же существует метод disableAskLeavePagePo-
pup() отвечающий за отключение сообщения, запрашивающего подтвер-
ждение на покидание страницы, требующее реакции пользователя, что 
позволяет беспрепятственно завершить работу драйвера; 
 PageObject() - класс на основе которого происходит описание объектов на 
странице, а также который содержит методы которые позволяют дожи-
даться определенного состояния страницы, например метод waitUntilIs-
Clickable() позволяет дождаться пока элемент на странице можно будет 
кликнуть, а метод waitUntilAppears() позволяет дождаться пока конкрет-
ный элемент появится на странице. 
 BasePage - класс контейнер для базовых объектов которые встречаются 
почти на каждой веб-странице (header, menu, footer и т.д.), а так же со-
держит методы signIn() и signOut() отвечающие за вход и выход из акка-
унта пользователя веб-приложения. 
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 5.4 Система генерации отчетов по проведенным тестам 
Была добавлена дополнительная система записи событий для вывода ин-
формации в режиме реального времени в консоль среды разработки с возмож-
ностью генерации файла содержащего отчеты о проведенных системой тестах.  
Класс LoggerFactory содержит метод create() с помощью которого проис-
ходит инициализация системы записи событий, создаются директории содер-
жащие отчеты, а также сами файлы с отчетами в формате .log (Рисунок 12). 
Класс LoggerUtils содержит метод zipTestLogs() с помощью которого 
происходит архивация отчетов о проведенном тесте и размещение архива (Ри-
сунок 13) в директории содержащей данные отчеты. Адрес директории уста-
навливается в конфигурационном файле. Также данный класс содержит метод 
cleanUpLogsDir(), который служит для отчистки директории с отчетами и ме-
тод closeLoggerHandlers()  который служит для завершения работы системы 
записи событий.  
Класс RecordFormatter содержит формат даты, который будет записан в 
отчеты.  
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Рисунок 12 – Пример отчета о проведении теста 
 
 
 
Рисунок 13 – Пример архива полученного с помощью zipTestLogs() 
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 5.5 Классы сбора дополнительной информации 
 Для получения дополнительной информации о веб-странице был 
реализован класс TestUtils содержащий следующие методы: 
 saveBrowserScreenshot(String outputDir, String fileName) - метод 
позволяющий сохранить снимок окна браузера с именем передаваемым 
строковой переменной fileName в папку, адрес которой передается 
стрковой переменной outputDir. Если имя файла не указано, 
предусмотрено стандартное имя error.png. 
 saveCurrentPageSource(String outputDir, String fileName) - метод 
сохраняющий исходный код страницы в папку с именем передаваемым 
строковой переменной fileName в папку, адрес которой передается 
стрковой переменной outputDir. 
 sleep(int seconds) - метод позволяющий остановить ход выполнения теста 
на необходимое количество секунд, передаваемое целочисленной 
переменной seconds. По истечению необходимого времени, тест 
продолжит свое выполнение. 
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 5.6 Файлы конфигурации 
 Для удобства конфигурирования системы было принято решения вынести 
основные данные, такие как тип драйвера, адрес папки для хранения отчетов, 
адрес папки для хранения снимков окна браузера и адрес папки для сохранения 
исходнго кода страницы в отдельный файл config.properties, что делает код 
теста еще более читаемым и легко модифицируемым. Например если нам 
требуется изменить тип драйвера, достаточно просто изменить переменную 
driver.type, а также если необходимо сохранить скриншот в папку для хранения 
скриншотов, достаточно получить значение переменной screenshots.dir.   
 Также для конфигурации Cucumber был создан класс 
CucumberConfiguration, в котором необходимо указать переменную features 
содержащую путь к .feature файлу с необходимым формализованным тест 
кейсом, переменную glue содержащую путь к закодированным шагам и классу 
Hooks, а также переменную format в которую указывается формат получаемого 
отчета. 
 
Рисунок 14 – Пример содержания класса CucumberConfiguration  
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 6 Структура проекта 
 
 На рисунке 15 изображена струтура полученного проекта. 
 
Рисунок 15 – Структура проекта 
 В папке src содержатся все фалы классов необходимые для корректной 
работы системы.  
 В папке conf находятся классы содержащие методы для сбора данных об 
окружении на котором проводятся тесты и позвояющие сконфиурировать 
систему тестирования на основе полученных данных. 
 В папке cucumber находятся классы содержажие инструкции 
составленные на основе формализованных шагов, находящихся в папке 
test/resources/features, а также класс Hooks.   
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 В папке predicate находятся классы позволяющие системе тестирования 
понимать описанные обьекты тестируемых веб-страниц, а также классы 
содержащие методы позволяющие проверить существование некоторых 
элементов тестируемой веб-страницы на основе WebDriver API. 
 В папке selenium находятся классы содержащие описание обьектов с 
тестируемых веб страниц, а так же базовые классы для описания объектов веб-
страниц PageObject и BasePage. 
 В папке logging находятся классы отвечающие за сбор и вывод 
информации о проведении теста. 
 В папке webdriver находятся классы инициализации Selenium WebDriver, 
а также классы упрощающие работу с WebDriver. 
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ЗАКЛЮЧЕНИЕ 
 
 В итоге получился мощный инструмент для автоматизации процесса 
функционального тестирования, удовлетворяющий всем заявленным 
требованиям и обладающий достаточным уровнем модульности для 
дальнейшего развития и расширения. 
 На данный момент разработанная система применяется для тестирования 
некоторых проектов в компании Aspirity и зарекомендовала себя как мощный и 
полезный инструмент для создания и проведения автоматизированного функ-
ционального тестирования. 
 В перспективе развития проекта планируется доделать интеграцию с билд 
сервером Jenkins для реализации непрерывной интеграции и тестирования на 
всех стадиях разработки проекта.  
 Так же планируется реализация взаимодействия системы с базами данных 
с помощью библиотеки JDBC. 
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14 HP QuickTest Professional [Электронный ресурс] — Режим досту-
па: https://ru.wikipedia.org/wiki/HP_QuickTest_Professional  
15 IBM Rational Functional Tester [Электронный ресурс] — Режим доступа 
https://en.wikipedia.org/wiki/Rational_Functional_Tester 
16 Стандарт организации «Система менеджмента качества. Общие требо-
вания к построению, изложению и оформлению документов учебной деятель-
ности» от 2014 г., № СТО 4.2-07-2014 
17 Функциональное тестирование [Электронный ресурс] — Режим досту-
па: http://www.protesting.ru/testing/types/functional.html 
18 Приемочное тестирование или Приемо-сдаточное испытание 
(Acceptance Testing) [Электронный ресурс] — Режим доступа: 
http://www.protesting.ru/testing/levels/acceptance.html 
19 XPATH [Электронный ресурс] — Режим доступа: 
https://ru.wikipedia.org/wiki/XPath 
20 CSS [Электронный ресурс] — Режим доступа: 
https://ru.wikipedia.org/wiki/CSS 
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ПРИЛОЖЕНИЕ А 
 
Исходный код класса AcceptanceTest 
 
package masterov.aspirity.ui_tests; 
import masterov.aspirity.ui_tests.context.TestContext; 
import masterov.aspirity.ui_tests.cucumber.Hooks; 
import masterov.aspirity.ui_tests.logging.LoggingUtils; 
import masterov.aspirity.ui_tests.utils.CucumberReportUtil; 
import masterov.aspirity.ui_tests.webdriver.WebDriverHelper; 
import cucumber.api.Scenario; 
import cucumber.api.junit.Cucumber; 
import org.apache.commons.io.FileUtils; 
import org.junit.After; 
import org.junit.Test; 
import org.junit.runner.RunWith; 
import org.junit.runner.notification.Failure; 
import org.junit.runner.notification.RunNotifier; 
import org.springframework.test.context.ContextConfiguration; 
import org.springframework.test.context.junit4.SpringJUnit4ClassRunner; 
import java.io.File; 
import java.io.IOException; 
import java.util.ArrayList; 
import java.util.List; 
 
@RunWith(SpringJUnit4ClassRunner.class) 
@ContextConfiguration(locations = "classpath:ui_tests.xml") 
public class AcceptanceTest { 
 
    private List<Failure> failures = new ArrayList<>(); 
 
    @Test 
    public void test() throws Exception { 
        Cucumber cucumber = new Cucumber(CucumberConfiguration.class); 
        cucumber.run(new CustomRunNotifier()); 
        if (!failures.isEmpty()) { 
            throw new TestFailedException(failures); 
        } 
    } 
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@After 
    public void tearDown() throws Exception { 
        WebDriverHelper.closeCurrentWebDriver(); 
        LoggingUtils.closeLoggerHandlers(TestContext.getLogger()); 
        createSummaryFiles(); 
    } 
 
    private void createSummaryFiles() throws Exception { 
        File logDir = new File(LoggingUtils.getLogDirPath()); 
        if (logDir.exists()) { 
            createExecutionSummary(logDir); 
            CucumberReportUtil.createCucumberReportFile(); 
            LoggingUtils.zipTestLogs(logDir); 
        } 
    } 
 
    private void createExecutionSummary(File logDir) throws IOException { 
        StringBuilder summary = new StringBuilder(); 
        List<Scenario> failedScenarios = Hooks.failedScenarios; 
        if (failedScenarios.isEmpty()) { 
            summary.append("All scenarios passed."); 
        } else { 
            summary.append("There are failed scenarios:").append("\n\n"); 
            for (int i = 0; i < failedScenarios.size(); i++) { 
                Scenario scenario = failedScenarios.get(i); 
                summary.append((i + 1)).append(") 
").append(scenario.getId()).append("\n"); 
            } 
            summary.append("\n"); 
            summary.append("Use tests_results.html and test_log.zip files to get more in-
formation."); 
        } 
        File summaryFile = new File(logDir, "summary.txt"); 
        FileUtils.write(summaryFile, summary.toString()); 
    } 
 
    private class CustomRunNotifier extends RunNotifier { 
        @Override 
        public void fireTestFailure(Failure failure) { 
            super.fireTestFailure(failure); 
            failures.add(failure); 
        } 
    } 
} 
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ПРИЛОЖЕНИЕ Б 
 
Исходный код класса Hooks 
 
package masterov.aspirity.ui_tests.cucumber; 
import masterov.aspirity.ui_tests.conf.ConfigProperties; 
import masterov.aspirity.ui_tests.context.ContextKey; 
import masterov.aspirity.ui_tests.context.TestContext; 
import masterov.aspirity.ui_tests.logging.LoggerFactory; 
import masterov.aspirity.ui_tests.logging.LoggingUtils; 
import masterov.aspirity.ui_tests.utils.TestUtils; 
import com.google.common.base.Throwables; 
import cucumber.api.Scenario; 
import cucumber.api.java.After; 
import cucumber.api.java.Before; 
import cucumber.runtime.ScenarioImpl; 
import gherkin.formatter.model.Result; 
import java.io.FileNotFoundException; 
import java.io.IOException; 
import java.lang.reflect.Field; 
import java.util.ArrayList; 
import java.util.Date; 
import java.util.List; 
import java.util.logging.Logger; 
import static maste-
rov.aspirity.ui_tests.webdriver.WebDriverHelper.createWebDriver; 
 
public class Hooks { 
 
    public static List<Scenario> failedScenarios; 
 
    private static final String STEP_RESULTS_FIELD = "stepResults"; 
    private static final String TAG_ONE_TIME_INITIALISABLE = 
"@OneTimeInitialisable"; 
 
    private static final ConfigProperties config = ConfigProperties.getInstance(); 
 
    private static Logger logger; 
    private static String currentFeature; 
    private static boolean setupMade = false; 
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    @Before 
    public void setUp(Scenario scenario) throws IOException { 
        setup(); 
        try { 
            Thread.sleep(5000); 
        } catch (InterruptedException e) { 
            e.printStackTrace(); 
        } 
        logScenarioStart(scenario); 
        if (!isTagPresent(scenario, TAG_ONE_TIME_INITIALISABLE)) { 
            TestContext.put(ContextKey.SCENARIO_INITIALIZATION_REQUIRED, 
true); 
            return; 
        } 
        String feature = getFeatureNameForScenario(scenario); 
        if (currentFeature == null || !currentFeature.equals(feature)) { 
            //new feature 
            TestContext.put(ContextKey.SCENARIO_INITIALIZATION_REQUIRED, 
true); 
            currentFeature = feature; 
        } else if (currentFeature.equals(feature)) { 
            //scenario of the same feature 
            TestContext.put(ContextKey.SCENARIO_INITIALIZATION_REQUIRED, 
false); 
        } 
    } 
 
    @After 
    public void tearDown(Scenario scenario) throws Exception { 
        logScenarioEnd(scenario); 
    } 
 
    private void logScenarioStart(Scenario scenario) { 
        logger.info("->->->->->->->->->->->->->->->->->->->->->->->->->->->->->-
>->->->->->->"); 
        logger.info("Running scenario '" + scenario.getId()); 
    } 
 
    private void logScenarioEnd(Scenario scenario) throws Exception { 
        if (scenario.isFailed()) { 
            failedScenarios.add(scenario); 
            logScenarioFailure(scenario); 
            logger.warning("Scenario '" + scenario.getId() + "' failed"); 
        } else { 
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            logger.info("Scenario '" + scenario.getId() + "' finished"); 
        } 
        logger.info("-<-<-<-<-<-<-<-<-<-<-<-<-<-<-<-<-<-<-<-<-<-<-<-<-<-<-<-<-<-
<-<-<-<-<-<-<"); 
    } 
 
    private void setup() throws IOException { 
        if (!setupMade) { 
            failedScenarios = new ArrayList<>(); 
            prepareLogging(); 
            createWebDriver(); 
            setupMade = true; 
        } 
    } 
 
    private void prepareLogging() { 
        LoggingUtils.cleanUpLogsDir(); 
        logger = LoggerFactory.create("tests_execution"); 
        TestContext.put(ContextKey.LOGGER, logger); 
    } 
 
    private boolean isTagPresent(Scenario scenario, String tag) { 
        List<String> tags = (List<String>) scenario.getSourceTagNames(); 
        for (String t : tags) { 
            if (t.equals(tag)) { 
                return true; 
            } 
        } 
        return false; 
    } 
 
    private String getFeatureNameForScenario(Scenario scenario) { 
        String scenarioId = scenario.getId(); 
        return scenarioId.substring(0, scenarioId.indexOf(";")); 
    } 
 
    private void logScenarioFailure(Scenario scenario) throws NoSuchFieldException, 
IllegalAccessException, FileNotFoundException { 
        Field stepResultsField = Scena-
rioImpl.class.getDeclaredField(STEP_RESULTS_FIELD); 
        stepResultsField.setAccessible(true); 
        Throwable error = null; 
        List<Result> stepResults = (List<Result>) stepResultsField.get(scenario); 
        for (Result stepResult : stepResults) { 
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            if (stepResult.getError() != null) { 
                error = stepResult.getError(); 
                break; 
            } 
        } 
        logger.severe(Throwables.getStackTraceAsString(error)); 
 
        Date date = new Date(System.currentTimeMillis()); 
        String format = "%1$tH-%1$tM-%1$tS"; 
        String logFileName = String.format(format, date); 
 
        savePageSource(logFileName); 
        saveScreenshot(logFileName); 
    } 
 
    private void savePageSource(String logFileName) { 
        TestUtils.saveCurrentPageSource(config.getPageSourcesDir(), logFileName); 
    } 
 
    public void saveScreenshot(String logFileName) { 
        TestUtils.saveBrowserScreenshot(config.getScreenshotsDir(), logFileName); 
    } 
} 
 
