ABSTRACT Ciphertext-policy attribute-based encryption (CP-ABE) is widely used in many cyber physical systems and the Internet of Things for guaranteeing information security. In order to improve the performance and efficiency of CP-ABE, this paper makes a change to the access structure of describing access polices in CP-ABE, and presents a new CP-ABE system based on the ordered binary decision diagram (OBDD). The new system makes full use of both the powerful description ability and the high calculating efficiency of OBDD. First, in the access structure, the new system allows multiple occurrences of the same attribute in a strategy, supports both positive attribute and negative attribute in the description of access polices, and can describe free-form access polices by using Boolean operations. Second, in the key generation stage, the size of secret keys generated by the new system is constant and not affected by the number of attributes; furthermore, time complexity of the key generation algorithm is O(1). Third, in the encryption stage, both the time complexity of the encryption algorithm and the size of generated ciphertext are determined by the number of valid paths contained in the OBDD instead of the number of attributes occurring in access polices. Finally, in the decryption stage, the new system supports fast decryption and the time complexity of the decryption algorithm is only O(1). As a result, compared with existing CP-ABE schemes, the new system has better performance and efficiency. It is proved that the new CP-ABE system can also resist collision attack and chosen-plaintext attack under the decisional bilinear Diffie Hellman assumption.
I. INTRODUCTION
In certain network scenarios, such as the Internet of things (IoT) and cyber physical systems (CPS), users and nodes of diverse types are located in different geographic regions. The relationships between these entities are complicated; a data owner often needs to maintain a one-to-many relationship and provide services to more than one unknown user. Secure information transmission and effective access control is challenging.
To guarantee the security of information to be shared and prevent unauthorized access, a simple and straightforward approach is to encrypt the data beforehand. The most sophisticated encryption method is public key encryption, which is widely used. Traditional public key encryption requires two types of keys: a public key to encrypt the plaintext and a private key to decrypt the ciphertext. Since there are many users of systems such as the IoT, the overhead in encryption, key generation, management and maintenance will be prohibitively large if traditional public key encryption is used to encrypt and decrypt messages. Besides, in scenarios such as the IoT and CPS, the exact identities and number of users cannot be acquired beforehand, further impeding the implementation of traditional public key encryption. These limitations create favorable conditions for attribute-based encryption (ABE).
ABE was first proposed by Sahai and Waters [1] on the basis of identity-based encryption (IBE) and in subsequent research was expanded into two different branches:
ciphertext-policy ABE [2] (CP-ABE) and key-policy ABE [3] (KP-ABE). In CP-ABE, the encryptor processes encryption with the help of an access structure (i.e., the public key), and decryption is successful if and only if the decryptor's attribute set (i.e., the private key) meets the access structure requirements. For example, using such kind of algorithms, cloud servers in the IoT can specify the following terms for data interaction with certain terminals: (''deployment time > 3 years'' AND ''located in outdoor'' AND (''equipped with humidity sensors'' OR ''equipped with temperature sensors'')). Since CP-ABE employs only descriptive attributes instead of exact identities and numbers of users, CP-ABE is well suited for encryption and decryption of shared messages in large-scale networks. This capability resolves the above problems and is applicable to scenarios such as the IoT.
Some components of CP-ABE still need to be improved or optimized, such as the representation of access policies, the efficiency of encryption and decryption. As the basis of CP-ABE schemes, access structure plays an important role in the design of CP-ABE. Several types of access structure have been proposed to represent access policies, including threshold gates [2] , the LSSS matrix [4] , AND gates [5] and the distribution matrix [6] and so on. All of these access structures can successfully represent access policies, but efficiency and flexibility are not ideal. Certain other drawbacks still exist in the above access structures; for example, the secret to be shared must be an integer [4] . Therefore, the study of access structures provides an opportunity to improve efficiency and flexibility of CP-ABE schemes.
An ordered binary decision diagram (OBDD) is a structure that can not only realize the representation of Boolean functions [7] but also efficiently implement operations between Boolean variables and Boolean functions [8] ; this special structure is an ideal choice to describe the access policies of CP-ABE.
Based on OBDD, this paper proposes a non-monotonic, expressive and flexible access structure. This structure supports both positive attributes and negative attributes without increasing system overhead; it also supports multiple occurrences of attributes and all Boolean operations such as AND, OR and NOT between attributes. Furthermore, a new CP-ABE scheme is proposed based on the above access structure, which offers better performance in terms of encryption, key generation and decryption, resists collusion attacks and is CPA secure under the decisional bilinear DiffieHellman (DBDH) assumption. To the best of our knowledge, this is the first attempt to introduce the concept of OBDD into the design of ABE.
The rest of this paper is organized as follows. Related work is summarized in Section 2. Background knowledge related to OBDD and CP-ABE is introduced in Section 3. The detailed design of the OBDD access structure, the main construction, security proof and performance analysis of the new CP-ABE are described in Section 4. Conclusions and recommendations for future work are provided in section 5.
II. RELATED WORK
The design of CP-ABE was first proposed by Bethencourt et al. [2] ; in this approach, the encryption algorithm encrypts a message under an access tree, and the decryption algorithm decrypts encrypted messages using Lagrange interpolation.
CP-ABE has received considerable attention since it was proposed. In recent years, both access structures and security proofs have become active areas of research, and a number of research results of theoretical significance and/or practical value have been published.
Waters [4] proposed a flexible access structure based on LSSS, designed a CP-ABE construction method and further constructed three different CP-ABE schemes based on several intractability assumptions. All of these schemes improved certain aspects, such as ciphertext size and private key size, but a drawback in the construction method is that each attribute can occur only once in an access structure. Although the paper proposes a solution to this problem, the solution degrades the performance.
In the scheme proposed by Ling and Newport [5] of MIT CSAIL, a new structure composed of AND gates is used. The scheme is CPA secure under DBDH assumption and supports both positive and negative attributes. To improve efficiency and increase security, hierarchical attributes and the Canetti-Halevi-Katz technique are applied, and a chosenciphertext (CCA) secure extension is obtained. It should be noted that this is the first formal CCA security proof for CP-ABE.
By employing a secret sharing technology termed LISS and describing the access policy in a distribution matrix, Balu et al. [6] constructed a CP-ABE scheme that supports multiple occurrences of attributes. The disadvantage is that the message to be encrypted must be an integer within the pre-defined range [−2 l , 2 l ].
Addressing the problem of key update, Rao and Dutta [9] proposed a CP-ABE that can perform attribute level dynamic operations at an ideal cost. However, the access structure used to describe the access policy is still a traditional monotone tree composed of threshold gates.
From the perspective of privacy preserving, Zhou et al. [10] proposed privacy preserving constant CP-ABE, which can compress the ciphertext to a constant size while ignoring the number of attributes contained in the system. This scheme offers favorable performance, but it cannot support access policies in non-monotonic form or disjunctive normal form.
Substantial research on different pointcuts has been conducted. The problem of key management is studied in [11] ; based on a hierarchical organization of users, a CP-ABE scheme that can realize delegation of access rights is presented. The concept of user groups is adopted by [12] to solve the permission revocation problem, and outsourcing computation is used to improve efficiency and performance. By combining techniques of ABE with proxy re-encryption and lazy re-encryption, Yu et al. [13] proposed a scheme that allows the data owner to delegate most of the computation tasks to untrusted cloud servers without any information disclosing. By proposing a multi-authority ABE, Chase and Chow [14] resolved the key-escrow problem. To trace the identity of a misbehaving user who leaked the decryption key to others, Li et al. [15] proposed a multi-authority CP-ABE scheme with accountability.
At the application research of the thesis, lots of works have been done. ABE is used by [16] - [18] to protect the security of personal health record stored in cloud server and other details such as scalability and dynamics. Smari et al. [19] present a more general and flexible access structure and an extended access control model for high performance distributed collaboration environments. To guarantee the security and privacy in the friend discovery process of mobile social networks, Luo et al. [20] proposed a hierarchical multi-authority and ABE friend discovery scheme based on CP-ABE.
III. BACKGROUND KNOWLEDGE
In this section, background knowledge related to CP-ABE and OBDD is introduced, mainly including important concepts, special syntaxes and basic algorithms.
A. ACCESS STRUCTURE
The essence of an access policy is a rule R that returns 1 or 0 according to the state of an attribute set S. The rule R will return 1 if and only if S satisfies R, written as S R, and 0 is returned by R when S does not satisfy R, written as S R.
Access structures are intuitive expressions of access policies and have several mathematical forms, such as Boolean expressions and threshold gates. Threshold gates [2] , [3] , [6] , [11] , [12] are the most common form of access structures, by which the access policies can be described as element matches between two attribute sets. AND gates [5] , [10] , [16] are another frequently used form of access structure.
B. CP-ABE FRAMEWORK
A common framework of CP-ABE contains four algorithms:
Setup, the algorithm is executed by the authority in charge of the generation of the public key PK and master key MK.
Encrypt, the algorithm is executed by the data owner to encrypt plaintext M .
Keygen, the algorithm is executed by the authority and generates a secret key SK according to the attribute set S provided by a user.
Decrypt, the algorithm is executed by the data user to decrypt a ciphertext CT with a pre-generated secret key.
C. CPA SECURITY GAME FOR CP-ABE

Definition 1 (CPA Security of CP-ABE Scheme):
If there is no probabilistic polynomial time within which adversaries can win the following game with non-negligible advantage, the CP-ABE scheme is said to be secure against the chosen plaintext attacks.
Initial, the adversary chooses a specific access structure AS and submits it to the challenger. Setup, the challenger runs the Setup algorithm in CP-ABE and submits the freshly generated PK to the adversary.
Phase1, the adversary makes a secret key query to the Keygen algorithm in CP-ABE using the attribute set S, but the restriction S AS must hold. This procedure can be repeated adaptively.
Challenge, the adversary submits two plaintexts M 0 and M 1 of equal length to the challenger. After receiving these two messages, the challenger chooses µ ∈ {0, 1} randomly and encrypts M µ under AS to obtain the ciphertext CT. Finally, CT is passed to the adversary.
Phase2, same as Phase1. Guess, the adversary guesses the value of µ as µ .
In the above CPA security game, the advantage of adversary A is defined as follows:
D. BILINEAR MAPS AND BILINEAR GROUPS
Definition 2 (Bilinear Maps):
Let G 0 and G 1 be two multiplicative cyclic groups of prime order p. Let g be a generator of G 0 and e be a bilinear map e: G 0 × G 0 → G 1 . The bilinear map e has the following properties: Bilinearity:
Definition 3 (Bilinear Groups):
The group G 0 is defined to be a bilinear map if the group operation in G 0 and the bilinear map e are both efficiently computable.
E. DBDH ASSUMPTION
Let e be a bilinear map e: G 0 × G 0 → G 1 . Let a, b, c, z be chosen randomly from Z p and g be a generator of G 0 . The DBDH assumption can be described as follows: no probabilistic polynomial-time adversary can distinguish the tuple (
For any probabilistic polynomial-time adversary A, the advantage in solving the DBDH problem is defined as follows:
The DBDH assumption holds if Adv
F. OBDD
A binary decision diagram (BDD) is essentially a data structure that can be used to conduct representation and manipulation of Boolean functions. A BDD can be transferred into an OBDD by specifying the variable ordering. The study of BDDs and OBDDs can be traced to [7] , [8] , and [14] .
Definition 4 (BDD):
As a special expression of the Boolean function f (x 0 , x 1 , . . . , x n−1 ), a BDD over a set of Boolean variables {x 0 , x 1 , . . . , x n−1 } and a terminal set {0, 1} is a directed acyclic graph with exactly one root node and the following properties:
A node in BDD is either non-terminal or terminal. Each non-terminal node u can be described as a tuple (f u , var, low, high). The corresponding Boolean function of u is f u (for root node, f u = f (x 0 , x 1 , . . . , x n−1 )), the variable embedded in u is var, and the two child nodes of u are low (when u.var=0) and high (when u.var=1).
Each terminal node i is labeled with a constant from {0, 1} and has no child node.
Each non-terminal node u has two edge points to low and high separately; the edge point to low (high) is called the 0-branch (1-branch) .
Each variable appears at most once on any directed path from the root node to a terminal node.
In the graphical representation, the terminal nodes (non-terminal nodes) are represented by boxes (circles), and the 0-branch (1-branch) is represented by dotted lines (solid lines).
Definition 5 (OBDD):
In a BDD representation of the Boolean function f (x 0 , x 1 , . . . , x n−1 ), if the ordering of variables is fixed as π , the BDD is more accurately called an OBDD.
In an OBDD, all of the variables occurring on any directed path from the root node to a terminal node are encountered in the same order π.
IV. AN OBDD-BASED CP-ABE SCHEME
The following will be discussed in this section: OBDD access structure, the main construction, security proof and efficiency analysis of the new CP-ABE scheme designed on the basis of OBDD.
A. OBDD-BASED ACCESS STRUCTURE
A flexible and efficient OBDD access structure is proposed. This special access structure is non-monotonic, meaning it can support both positive and negative attributes; additionally, repeated appearance of attributes and Boolean operations between attributes are supported [7] .
After describing an access policy in natural language, the process of generating the corresponding OBDD access structure is as follows:
1) OBTAIN THE BOOLEAN FUNCTION OF AN ACCESS POLICY
We assume that all of the attributes appearing in the access policy are numbered as i (0 ≤ i ≤ n − 1) in a pre-defined sequence and represented by x i (0 ≤ i ≤ n − 1), in which n is the total number of attributes. Then, the access policy can be converted into a Boolean function f (x 0 , x 1 , . . . , x n−1 ).
All Boolean functions can be transferred to basic logical operations between variables (i.e., AND, OR and NOT), but as a special type of Boolean operation, the transformation of a threshold gate is more complicated.
Definition 6 (Threshold Gates): For a threshold operation that involves n attributes if and only if users that own arbitrary t attributes (a subset of the above n attributes) can finish the operation successfully, then the operation is called a threshold gate, written as T (t, n).
In some security systems, only users who can successfully finish certain specified threshold operations own access permissions to the system or have the ability of decryption.
Assuming n attributes form an attribute set N , then the Boolean function of a given threshold gate T (t, n) is constructed by the following steps:
Step 1: Choose all subsets of N that contain t different attributes. According to the formulas for permutation and combination, compute the total number of such subsets C(n, t). These subsets can be separately denoted by
Step 2: For each subset with size t, a set-level conjunctive operation is performed. In other words, each conjunctive formula contains t different attributes, and there are C(n, t) such formulas denoted separately by Con 1 , Con 2 , . . . , Con C(n,t) .
Step 3: The final Boolean function of T (t, n) is obtained by a disjunctive operation on the above C(n, t) conjunctive formulas. The final Boolean function is f (t, n) = C(n,t) i=1 Con i .
2) OBTAIN THE OBDD-BASED ACCESS STRUCTURE
The construction of OBDDs used to represent Boolean functions is completed by applying a simple recursive process. As Shannon's expansion theorem shows,
; thus, the recursive algorithm with pre-defined variable ordering π : x 0 < x 1 < . . . < x n−1 can be described as follows:
For the same Boolean function, different variable orderings will result in different OBDDs; specifically, the number of nodes contained in each OBDD may vary, or the storage occupied by each OBDD may vary. Therefore, to ensure a unique OBDD, variable ordering π must be specified before the construction of the OBDD. The node in the above program is the structure used to represent the nodes of the OBDD. The Computed table is a dictionary, which is used to store already computed results of previous Construct -calls.
After the construction, all of the nodes contained in OBDD should be numbered to obtain the final expression: OBDD = {Node i id |id ∈ ID, i ∈ I }, in which ID is a set that contains all of the serial numbers of non-terminal nodes and I is a set formed by all of the attributes appearing in the access structure. Node i id is a tuple < id, i, high, low >, in which id is the serial number of current node, i is the serial number of the attribute contained in current node, high is the serial number of the 1-branch node, and low is the serial number of the 0-branch node. The parameters high and low are used to maintain the relationships between parent nodes and child nodes. The nodes with serial numbers 0 (i.e., 0 ) and 1 (i.e., 1 ) have fixed meanings and the i, high and low domains of these two special nodes are meaningless, so these nodes are deleted in OBDD-based access structures to reduce the storage cost.
Definition 7 (Satisfying an OBDD): Let OBDD be an access structure and S be an attributes set. Starting from the root, a comparison based on the values of attributes is made as follows: for a non-terminal node with attribute i, if the attribute valued 1 is contained in S, the comparison will be delivered to the 1-branch node; otherwise, the comparison must be delivered to the 0-branch node. The above process is executed repeatedly until one of the terminal nodes is reached. If the terminal node 1 is finally reached, the set S satisfies the OBDD, denoted by S OBDD. On the contrary, the set S does not satisfy the OBDD, denoted by S OBDD.
The following example intuitively explains how to construct an OBDD with a Boolean function that is transferred from access policy 1. Access policy 1 contains a threshold gate T(2, 3). According to access policy 1 and the above method used to obtain the Boolean function of an access policy, the corresponding Boolean function obtained is f 1 
Let the variable ordering be π : x 0 < x 1 < x 2 < x 3 ; then, the OBDD of the Boolean function f 1 (x 0 , x 1 , x 2 , x 3 ) = x 0 + x 1 x 2 + x 1 x 3 + x 2 x 3 is constructed as follows: according to Shannon's expansion theorem f (x 0 , x 1 , . . . ,
, the OBDD representation of this Boolean function is constructed using a recursive procedure (see ALGORITHM 1) .
Secondly, all of the nodes should be renumbered from top to bottom and left to right to obtain the final expression as OBDD = {Node i id |id ∈ ID, i ∈ I }. The access structure is finally described as OBDD = For example, in Fig. 1 , the path (x 0 → x 1 → x 2 → x 3 → 1 ) is a valid path, but the path (
is not a valid path.
B. MAIN CONSTRUCTION OF OBDD-BASED CP-ABE
The CP-ABE scheme proposed in this paper supports both positive attribute i and negative attribute ¬i, therefore, to obtain a terse statement, the symbol i (i or ¬i) introduced in [5] is used to represent the attribute.
Assuming the attribute set N contains n elements with serial number {0, 1, . . . , n − 1}, the CP-ABE design based on the OBDD structure consists of the following four basic algorithms.
Setup, this algorithm is executed by the authority and finishes the following operations:
ALGORITHM 1 Obtain the OBDD corresponding to a Boolean function
Inputs: A Boolean function f and the maximum index of variables n-1 Output: The OBDD representation of f with the variable ordering π : x 0 < x 1 < . . . < x n−1 (1) # define max n-1 (2) node * Construct-step(char * f, int i); (3) node * Construct(char * f) { (4) int i = 0; (5) node * u; (6) Empty the computed table; (7) return (u = Construct-step(f, i)); (8) } (9) node * Construct-step(char * f, int i) { (10) static int id=1; (11) node * u, * v0, * v1; (12) if (i>max) { (13) if ( * f == ''0'') u->id = 0; (14) else u->id = 1; (15) return u; (16) } (17) else { (18) v0=Construct-step(f |xi=0 , i+1); (19) v1=Construct-step(f |xi=1| , i+1); (20) if computed- Select a bilinear group G 0 of primer order p and a random generator g, with bilinear maps e:
, then generate the public key PK :=< e, g, Y , (T i , T i )|i ∈ N > and master secret key MK :=< y, (t i , t i )|i ∈ N >.
T i (t i ) and T i (t i ) correspond to the positive value and negative value of attribute i, respectively.
Encrypt (PK, M , OBDD), this algorithm is executed by the data owner to encrypt plaintext M . The plaintext owned by encryptor is M ∈ G 1 , and the access structure is OBDD = {Node i id |id ∈ ID, i ∈ I }. Assuming the number of valid paths (root → 1 ) is T , which can be expressed as R = {R 0 , R 1 , . . . , R T −1 }. Encryption operations are performed as follows:
Randomly select s ∈ Z p and computeC := M · Y s , C := g s . The ciphertext element C Rt (R t ∈ R) related to path R t is described as C R t := i∈I T i s = g ( i∈I t i ·s) . Since T i corresponds to the value of attribute i, t i is the information related to all attributes included in R t ; by using this parameter, all of the attributes contained in path R t are bound together. The corresponding relationship between (T i , T i ) and the value of i can be illustrated by the following figure (see Fig. 2 ). 
The ciphertext obtained is CT :=< OBDD,C,Ĉ, {C
In the above encryption algorithm, the main calculations include (|I -1|·T ) multiplication in G 0 , T +1 exponential operations in G 0 , one exponential operation and one multiplication in G 1 . The main storage cost of ciphertext CT includes the OBDD structure, one element in G 1 and T +1 elements in G 0 .
Keygen (S, MK), this algorithm is executed by the authority and generates a secret key SK according to the attribute set S provided by a user. The attribute set owned by a user is denoted by S; for any attribute i / ∈ S, the default value is defined as ¬i.
The Keygen algorithm runs as follows: For i ∈ I , define the value of t i : if i ∈ S∧i= i, let t i =t i ; otherwise, let t i = t i . Select r ∈ Z p randomly and computê D := g y−r , D := g (r/ i∈I t i ) . The generated secret key is SK :=<D, D >.
The secret keys generated by this algorithm associate with the attribute set I . This measure is reasonable and effective and not only significantly reduces the computational and storage cost of authority (especially when I occupies a small part of N ) but also avoids certain operations such as re-encryption and key re-generation originating from the change of global attributes (N changes when I remains unchanged).
If the number of encryptor is large and the access structures adopted are different, a measure that extends the attribute set I into the global attribute set N can be taken in advance.
Decrypt (CT,SK), this algorithm is executed by the data user to decrypt a ciphertext CT with a pre-generated private key SK. Assuming the ciphertext needed to be decrypted is CT :=< OBDD,C,Ĉ, {C R t |R t ∈ R} > and the private key owned by the data user is SK :=<D, D >, then the decryption process can be implemented by the following recursive algorithm:
Seek the node with serial number 2 (i.e., root) and define it as the current node.
Extract the information Node i id contained in the current node, for attribute i: if i ∈ S∧i= i, go to ; otherwise, if i ∈ S ∧ i = ¬i ∨ i / ∈ S, go to . Search the 1-branch node of the current node according to the high. a) If the 1-branch node is the terminal node 0 , terminate the recursive algorithm and return decryption failure. b) If the 1-branch node is the terminal node 1 , go to . c) If the 1-branch node is a non-terminal node, define it as the current node and go to . Search the 0-branch node of the current node according to the low. a) If the 0-branch node is the terminal node 0 , terminate the recursive algorithm and return decryption failure. b) If the 0-branch node is the terminal node 1 , go to . c) If the 0-branch node is a non-terminal node, define it as the current node and go to . | Store the special root → 1 path R t . Complete the following computations sequentially:
The plaintext can be recovered based on the formula M = C/Y s =C/e(g, g) s·y . Then, terminate the recursive algorithm and return decryption success.
The above derivation shows that the maximum calculation of the Decrypt algorithm includes two pairings and two multiplications in G 1 , which occurs only when SK OBDD.
Suppose a user owns an attribute set S = {x 1 , x 3 } that satisfies the OBDD-based access structure generated in the above example (see Fig. 2 ). The decryption path and corresponding encryption elements are shown in the figure below, which means this user is able to complete the decryption and obtain the plaintext.
C. PROOF OF CPA SECURITY
Since random numberr are used to generate a private key in the Keygen algorithm and all of the attributes in set I are bound by D, the CP-ABE scheme proposed in this paper can resist collision attack. The rest of this section will prove the security of the CP-ABE scheme by reducing the CPA security to the DBDH assumption.
Theorem 1. A simulator Sim can be constructed to solve the DBDH problem with non-negligible advantage if a probabilistic polynomial-time adversary Adv can win the CP-ABE game with non-negligible advantage.
Proof. Suppose adversary Adv can win the CP-ABE game with advantage ε. A simulator Sim will be constructed to solve the DBDH problem with advantage ε/2.
Let G 0 be a group with prime order p and assume that a bilinear maps e: G 0 × G 0 → G 1 . The challenger randomly selects 6 elements from different domains: a, b, c, z ∈ Z p , v ∈ {0, 1} and a generator g ∈ G 0 , then defines Z based on the value of v. If v = 0, Z = e(g, g) abc ; otherwise, Z = e(g, g) z . Finally, challenger passes the tuple < g, A, B, C, Z >=< g, g a , g b , g c , Z > to the simulator Sim, and Sim will play the role of the challenger in the following process.
Init. Adv passes the access structure OBDD = {Node i id |id ∈ ID, i ∈ I } to Sim. Setup.Sim defines Y = e(A, B) = e(g, g) ab and selects (t i , t i ) ∈ Z p for i ∈ I . Phase 1. Adv submits an attribute set S in the secret key query, where S OBDD, which means S cannot satisfy any valid path of OBDD. In other words, at any valid path, there must exist an attribute j ∈ I that satisfies either j ∈ S ∧ j = ¬j or j / ∈ S ∧ j = j. Without loss of generality, Sim chooses an attribute that satisfies j / ∈ S ∧ j = j. The components related to each attributes are assigned as follows: for j / ∈ S ∧ j = j, t j = b · t j ; for i = j, several cases are contained:
The components of the secret key are computed as follows: D := g ab−r , D := g (r/ i∈I t i ) . Challenge. Adv submits plaintext M 0 and M 1 of equal length. Sim randomly selects µ ∈ {0, 1} and definesC = M µ · Z . The ciphertext CT :=< OBDD,C, C, {C R t = g i∈I t i ·c |R t ∈ R > is generated and passed to Adv. Phase 2. Same as Phase 1. Guess.Adv provides a guess µ of µ. If µ = µ , Sim outputs ''DBDH''; otherwise, it outputs ''Random''.
If Z = e(g, g) abc , CT is a valid ciphertext, and in this case the advantage of Adv in winning the game is ε.
If Z = e(g, g) z , the ciphertext M µ · Z is absolutely random; therefore, the probability of µ = µ is exactly 1/2.
Based on the above analysis, the advantage of Sim in solving the DBDH problem is (1/2 * (1/2+ε)+1/2 * 1/2)−1/2 = ε/2.
D. ANALYSIS OF CAPACITIES AND EFFICIENCY
Our scheme supports both positive attributes and negative attributes in the description of access polices without increasing system overhead; besides, our scheme supports the multiple occurrence of an attribute in the same strategy, and can describe free-form access polices by making use of any Boolean operation. All of the above features lead to a more powerful and more efficient scheme.
To explain the capacities and efficiency of our scheme in the representation of access policies, the most frequently used access structures, threshold gates [2] , [9] and AND gates [5] will be analyzed along with our scheme in the following example.
Example 2: Capacities and efficiency in the representation of access policies.
Assuming an access policy is described by Boolean function: f 2 (x 0 , x 1 , x 2 ) = x 0 x 1 + x 0 x 2 + x 1 x 2 . Two different types of graphical representations (i.e., access structures) of f 2 (x 0 , x 1 , x 2 ) are shown in Fig. 3 , and their performances are analyzed and compared in Table 1 . The AND gates do not possess the skills to describe the f 2 (x 0 , x 1 , x 2 ), so it will not be discussed in this aspect. The threshold gates are relatively simple, which means more variables and nodes must be employed to describe Boolean functions. For example, f 2 (x 0 , x 1 , x 2 ) is described in disjunctive form, in which two different values (x i , x i ) (i =0, 1, 2) of each variable are located in multi parts of the given disjunction. Since the two values cannot be represented by a single variable of threshold gates, the number of variables and nodes used to construct the structure must be multiplied. Besides, since the reciprocal relationship between x i and x i is broken, x i and x i are two entirely independent variables, which means the NOT operation cannot be supported by threshold gates.
Since the nodes numbered 0 and 1 are deleted to reduce the storage cost, the number of nodes in OBDD representation is less than that of threshold gates representation. More importantly, only three variables are needed, only half of that in threshold gates representation.
To give a more intuitive comparison, the Table 1 is listed below, which indicates that our scheme can not only support all kinds of Boolean operations but also achieves a much better overall performance.
In terms of further measuring the performance in encryption and decryption of CP-ABE, the following indicators are used: complexity of key generation, encryption and decryption, ciphertext size and secret key size. In the measurement of complexity, the number of exponentiation steps in G 0 /G 1 and the number of bilinear pairings have more significance, since these operations require much more time than other operations in both encryption and decryption [2] .
In Table 2 , the meaning of each symbol is as follows: E G 0 and E G 1 represent the exponentiation number in G 0 and G 1 , respectively, P e is the number of bilinear pairings computation,N is the number of global attributes, is the number of attributes contained in the access structure, l is the number of attributes used to generate private user keys, T is the number of valid paths contained in our OBDD access structure, σ is the least number of attributes used to decrypt successfully, and B G 0 and B G 1 represent the size of each element contained in group G 0 and group G 1 , respectively. Table 2 indicates that the new CP-ABE scheme performs better in lots of aspects. Both the time complexity of the KeyGen algorithm and the Decrypt algorithm are O(1); in particular, the KeyGen algorithm only needs two exponentiations in G 0 , and the Decrypt algorithm only needs two exponentiations in G 1 and two bilinear pairings computations. Besides, the size of a secret key is a constant, rather than a function of the number of attributes. These features will greatly reduce the burden of authority in generating secret keys, reduce the communication traffic between authority and decryptor, and realize fast decryption. Besides, the complexity of the Encrypt algorithm and the size of ciphertext relate to the number of valid paths contained in OBDD, rather than the number of attributes; these factors will improve the efficiency in encryption and sharing of ciphertext, especially when T is small.
V. CONCLUSIONS AND FUTURE WORK
Ensuring the security of a CP-ABE scheme and improving its efficiency as much as possible has long been a research hotspot in the field of cryptography. This paper proposes a powerful and efficient CP-ABE scheme based on OBDD. Our scheme supports both positive attributes and negative attributes in the description of access polices, the multiple occurrence of an attribute in the same strategy, and complex access polices by making use of any Boolean operation. Our CP-ABE scheme can resist collision attacks and is proven to be CPA secure. In comparison with several CP-ABE schemes, the new scheme designed in this paper not only improves efficiency and capacity in the expression of access policies, but also reduces the main computation of the KeyGen algorithm, the size of secret key and the main computation of the Decrypt algorithm to constants, thus cutting off their relationships with the number of attributes. Besides, the efficiency of the Encrypt algorithm and the size of ciphertext can also be improved.
In future, we will do more work to enhance the efficiency of the CP-ABE scheme. The OBDD-based access structure and CP-ABE scheme proposed in this paper is a potential work, which can be further studied. For example, by making full use of the technology of the OBDD and applying it to other mechanisms related to the CP-ABE scheme, lots of follow-up work can be realized, such as attribute management, access policy updating, user revocation, and ciphertext updating.
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