In many decision support systems, multiple decision methods and models must be combined for solving a complex problem. Expertise is required for selecting, adapting and coordinating appropriate models. This paper describes the design and implementation of a knowledge-based model management system called the Actuarial Consulting System (ACS). The ACS supports actuaries in making pricing decisions in the domain of life insurance. Actuarial knowledge is organized using a graph formalism called Formula Derivation Network (FDN), represented in Prolog as a hierarchy of predicates. On the user level, a Problem Analyzer converts a problem specification by the user into a search problem on the stored collection of FDNs. Using different search strategies, including human expert rules, the Surface Planner generates an efficient solution strategy (sequence of models).
This paper describes work on a third subproject that investigates the combination of A1 methods with quantitative models, in particular, intelligent model management.
In complex decision situations, it will often be necessary to coordinate the application of multiple decision models for solving a problem. Decision Consequently, the ACS --although implemented in Prolog --employs a more hierarchical control structure. On a surface level, a planner selects applicable models and manipulates them into a feasible and efficient solution plan. This level uses a graph-based knowledge representation that facilitates the search for solution strategies and the evaluation of alternatives. No number-crunching is involved at this level and Prologts unification capabilities, augmented by cost estimates for additional search space reduction, prove very helpful.
Once a promising plan has been established, the execution level instantiates the required data values and executes the models selected by the planner. This level may need access to databases and mathematical libraries for which Prolog may not be the ideal programming tool; coupling with external systems may become necessary [ Jarke & Vassiliou 841. If not all required data are available, control is returned to the surface planner which may either try an alternative strategy, or invoke a fact acquisition subsystem designed to obtain missing information (or at least directions where to find it) from the user.
The remainder of this paper describes the ACS in more detail. Section 2 briefly reviews the range of actuarial problems to be supported by the ACS. Section 3 presents knowledge representations for actuarial concepts and problem solving strategies. In section 4, the layered architecture of the ACS is described; more details on the main model management component --the surface planner --are provided in section 5 . Section of the system by a comprehensive example and section 7 reviews the status of the system and outlines extensions currently under design.
MODEL MANAGEMENT IN ACTUARIAL SCIENCE
The statistical study of the contingencies of human life, such as death, disability, or retirement forms the foundation of actuarial science. Experts in this field are called actuaries. The actuary must estimate the probabilities of occurrence of contingent events as a basis for calculating premiums, reserves, annuities, etc., for insurance and other financial operations. For the solution of problems involving these contingencies, an actuary requires some quantitative measure of their effects. In problems involving financial calculations, the actuary also requires a set of principles by which probabilistic measurements may be combined with interest functions to produce monetary values [Jordan 751 .
The actuarial domain deals with a large number of formulas, equations, and models, many of which are intertwined with one another. At several points of the actuarial problem-solving process, expertise is needed. First, the actuary must comprehend and formulate the problem in terms of insurance concepts, and of the available data like mortality rates, interest rates, commutation function values and health related risk scores. Expertise is also required for choosing, transforming and sequencing an efficient set of applicable formulas. Generally, the actuary must develop an overall solution plan before any actual computation, because many actuarial problems require several formulas to be transformed and combined in a particular sequence. Knowing the solution strategy beforehand helps avoid cycling and redundant computation, Knowledge is finally needed for deciding whether to access tables of pre-stored data, to compute these values because direct computation is cheaper than accessing the tables or even the only method, and when to override default value table access by user-specified data.
The ACS represents the different actuarial concepts, formulas, and heuristics of problem-solving in a carefully organized knowledge base. The knowledge base must support at least the following functions: The ACS is not intended to replace an actuary but to assist in life insurance problems by serving as a 'intelligent calculatort, i.e,, a decision support tool. It was built for expert users and may not be suitable for a user unfamiliar with the basic concepts of life contingencies theory. Fig. 1 (a) the actuarial concept 1, represents the number of people alive at age x out of a group which started off with lo at age zero. tpx is the probability that a Mutual l i n k . If two concepts are d e r i v a b l e from each o t h e r , we have a mutual l i n k . For example, i n Fig. I ( b ) , i r and d r are t h e i n t e r e s t and discount rates respectively. A s shown i n t h e f i g u r e , i f e i t h e r i r o r d r is known, one can find t h e o t h e r using t h e formula indicated above t h e arrow. Not a l l mutual l i n k s have t o be s t o r e d e x p l i c i t l y s i n c e t h e system s u p p o r t s c e r t a i n simple a l g e b r a i c formula transformations similar t o t h o s e i n MACSYMA.
C o l l e c t i v e w. Here we have a s i t u a t i o n where a concept can be expressed i n terms of more than one o t h e r concept: This is represented by a n AND graph [Nilsson 821 . consider t h e formula i n Fig. 1 ( c ) where Ax r e p r e s e n t s t h e present value of $1 insurance on a l i f e aged x and a i ' r e p r e s e n t s t h e present value of a l i f e annuity payable a t t h e beginning o f each year.
i n s e r t Fig. 1 
about here
The d i f f e r e n t FDNs t h a t compute t h e same goal concept are combined i n t o a n Individual Concept S t r u c t u r e (ICS), The ICS d e f i n e s t h e d i f f e r e n t p a t h s through which a goal concept can be derived. The overlay o f a l l ICSs is a state-space representation of the stored actuarial knowledge that will be referred to as the Derivation Structure (DS). The DS represents the total static knowledge of a particular implementation of the expert system. A portion of a DS is shown in Fig. 2 .
insert Fig. 2 here Each FDN is represented in Prolog using a $$can -findtt predicate at the surface level and an ffevaluateff predicate at the execution level. The general structure of these predicates is as follows: 
Knowledge representations similar to the ones proposed here have been An interesting distinction between the data structures used in organic synthesis systems and the ACS is that the insurance data structure can c o n s t r a i n t s have t o be kept i n mind while developing a solution. In i n t e r p r e t i n g a problem statement, t h e Problem Analyzer searches f o r a set of key words. The problem statement is broken i n t o t h r e e parts: t h e goal category insurance concept, the type of insurance b e n e f i t , and the c o n s t r a i n t s set by t h e user. Such i n t e r p r e t a t i o n of t h e problem w i l l be r e f e r r e d t o as generating a problem context. Later, it w i l l be seen t h a t the user has t h e
Center for Digital Economy Research Stem School of Business IVorking Paper IS-84-44 opportunity t o impose f u r t h e r c o n s t r a i n t s o r t o restate e x i s t i n g ones d u r i n g t h e problem-solving process.
Surface i n s e r t Fig. 4 and Fig. 5 about h e r e Plan Executor. This component i n h e r i t s t h e s o l u t i o n method developed i n t h e previous s t e p . I t then accesses t h e knowledge base and selects t h e ' e v a l u a t e f p r e d i c a t e s corresponding t o t h e formulas t o be used. I t i n s t a n t i a t e s t h e parameters with numeric values and carries o u t t h e computations i n order t o g e t t h e r e s u l t . I t can a l s o a c c e s s d a t a base v a l u e s i f necessary, o r request missing d a t a from t h e user ( s e e s e c t i o n 6.4). basic breadth-first search, cost-based search, and human expert rules.
Prolog's standard depth-first search appears less suitable for most actuarial problems since many problems will have solutions which are only a few steps deep but not immediately obvious.
The basic breadth-first search contains a simple heuristic that attempts first to use formulas in which a partial match between given data and required values exists. The objective of using breadth-first is to limit the total number of formulas to be employed by trying directly applicable formulas upfront. Only when it is realized that no direct formulas exist, the problem 
AN EXAMPLE
Since the user interface has not been the primary concern of this research to date, input is provided to the system following a relatively simple structured English format: In the sequel, the solution of a particular actuarial problem concerning a whole life insurance premium will be traced through the components of Problem Analyzer, Surface Planner, and Plan Executor.
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Problem Analyzer
The Problem Analyzer breaks the problem into its three parts. Each is understood by matching the input with the pre-stored 'possiblef patterns, and then converted into the appropriate actuarial notations. The Analyzer shows the generated problem context (i .e., the Goal, the type of Benefit, and the Constraint definitions) and stores them on the blackboard for future reference. Suppose, the user submits the following problem (user inputs are underlined).
I ?-problem.
I : find the net single premium for a 10000 dollar whole life insurance payable & the end of year of death given age-35,a tremna 45 Once the actuarial goal has been precisely identified, the Planner tries to find ways of solving for it using the given concept constraints (without values of the first identifier 0506B indicates to the Plan Executor that the textbook formula is t-V-x = 1 -a-tremma-x+t / a-tremma-x in a manipulated form. The
Plan Executor calls the corresponding evaluation predicates one at a time.
Each ffevaluatetf predicate contains or calls the procedure for computing the corresponding formula and can retrieve the numerical inputs either from the problem context or from the data base. Finally, the computed values are combined and the numerical solution to the problem is computed.
Fact Acquisition
If not enough information is available to solve a problem, the above procedure will notice this either at the Surface Planning or at the Execution level. In this case, the system will ask for additional information. Three cases can be distinguished (Fig. 7) . In the first case, the user does not care how the problem is to be solved or where the input data come from. For example, a user may just ask for the premium for a standard policy. In this case (denoted I in Fig. 71 , the system will only fail if the goal set by the user cannot be computed from any data available in the database. The fact acquisition subsys tem of the ACS [ Sivasankaran 84 1 will make an educated guess which data the user might be able to provide; if that fails again, the Surface Planner will develop an alternative plan and ask for its missing data until either a solution is found or the user decides to give up. In case 11, the user specifies which concepts are constrained but wishes to use default values for the constraints. The defaults should be available from the database; if not the system will ask the user for data. However, there is no need for the system to look for alternative strategies without being told so since that would be against the wishes of the user.
Finally, in case 111, the user provides at least some of his own data to override default values (e.g., mortality rates) stored in the database. Two possible problems may occur in this case. One the one hand, the user may forget to specify a certain concept or to mention it at all; the above procedures can be used to add the missing informatlon. On the other hand, the problem may be overconstrained, leading to contradictions and leaving the problem unsolvable. For example, the user may put upper limits to the premium payment capability and lower limits to the policy amount that are not compatible. The fact acquisition system will in this case try to point out where the contradiction lies so that the user can correct the input.
CONCLUSIONS
The ACS has demonstrated the usefulness of a layered knowledge base architecture for model management even in a logic programming environment. formulas f o r the multiple-life case a r e being added t o t h e system. Most of t h e f a c t a c q u i s i t i o n subsystem described i n section 6.4 is a l s o operational, Both t h i s p a r t and the human expert shortcut r u l e s a r e being expanded, based on experience with using the system. Experiments with a number of textbook and real-world a c t u a r i a l problems have demonstrated t h a t t h e system is capable o f finding and explaining rather 'cleverf solutions t o some problems, i n some case solutions t h a t the expert posing the problem had not thought of before.
One of the major next s t e p s i n t h i s work is t o improve the user i n t e r f a c e s o t h a t i t can be used with less training. In p a r t i c u l a r , w e are focusing on the development of an interface f o r tutoring a c t u a r i a l students i n t h e i r preparations f o r the o f f i c i a l a c t u a r i a l exams. Some i n i t i a l experiments with the e x i s t i n g prototype have already shown t h a t the ACS can support t h i s process e f f e c t i v e l y by permitting the student t o compare multiple p o s s i b l e solution s t r a t e g i e s i n terms of t h e i r elegance and computational c o s t s .
However, the system w i l l need more f l e x i b i l i t y i n its user i n t e r f a c e t o become a usable tutoring tool. 
