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Tato bakalářská práce pojednává o návrhu a implementaci správce souborů s textovým
rozhraním v objektově orientovaném jazyce C++. Nejprve uvádí čtenáře do problematiky
správců souborů a představuje některé zástupce ztéto kategorie. Následuje popis návrhu
aplikace s použitím návrhových vzorů a je zde detailněji rozebrána implementace, která
z tohoto návrhu vychází.
Abstract
This thesis deals with C++ design and implementation of a file manager with text user
interface. At first it presents the issues of file managers and introduces several examples
from this category. Description of application design using design patterns and detailed
examination of implementation which is based on this design follows.
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Správce souborů[3] je dnes nedílnou součástí běžných operačních systémů, kterou uživatelé
ke své práci využívají neustále. S jejich pomocí každý den prochází, modifikují a spravují svá
data. Správci souborů jsou dlouhou dobu vyvíjené aplikace a patří mezi jedny z nejstarších
aplikací vůbec. Jejich architektura je většinou velmi rozsáhlá a pro vývojáře může být někdy
až nepřehledná. Tato bakalářská práce se zabývá návrhem a implementací jednoduchého
správce souborů, který bude umět základní souborové operace. Oproti běžným zástupcům
bude navíc obsahovat vestavěnou operaci undo. Výsledná aplikace bude primárně vyvíjena
pro operační systém Linux v objektově orientovaném programovacím jazyce C++.
Práce je celkem rozdělena do čtyř kapitol. Kapitola první se zabývá průzkumem oblasti
správců souborů. Velmi stručně zde budou uvedeny základní vlastnosti a funkčnost těchto
aplikací. V rámci tohoto průzkumu budou dále představeni nejznámější zástupci správců
souborů, kteří budou rozděleni do několika skupin. U vybraných zástupců bude uveden
jejich krátký popis. Po tomto úvodním průzkumu následuje seznámení s problematikou
návrhových vzorů a popisem vybraných zástupců.
Ve druhé kapitole je popsán vlastní návrh rozšiřitelného správce souborů. Jako základ
budou použity návrhové vzory, které pomohou dodržet pravidla správného objektové návrhu
a zároveň jej udržet jednoduše rozšiřitelný. Návrh bude představen s pomocí grafického
jazyka UML. Součástí této kapitoly bude popis uživatelského rozhraní aplikace a způsob
jejího ovládání.
Předposlední část se zabývá implementací aplikace podle návrhu, který je uveden v před-
chozí kapitole. Nejprve budou představeny použité knihovny a nástroje, které byly při im-
plementaci využity. Následně budou rozepsány jednotlivé části aplikace a způsob, jakým
byly implementovány. V závěru bude stručně uveden postup, který byl použit u testování.
V poslední kapitole budou shrnuty dosažené výsledky, společně s hodnocením výsledné





V této kapitole bude popsána běžná funkčnost a vlastnosti správce souborů. Poté jsou
správci souborů rozděleni do několika skupin spolu s popisem vybraných zástupců těchto
skupin. Dalším tématem, kterému se kapitola věnuje, jsou návrhové vzory, které jsou nejprve
představeny obecně a poté následují konkrétní zástupci. Závěr kapitoly shrnuje veškeré
podstatné vlastnosti a funkčnost, které by měla mít aplikace, jenž vznikne v rámci této
práce.
2.1 Aplikace typu správce souborů
Správce souborů je druh aplikace, která se vyskytuje téměř na všech platformách. Vznikly
jako alternativa k příkazům pro práci se soubory a adresáři v příkazové řádce. Postupem
času společně s rostoucím počtem uživatelů se jejich využívání neustále zvyšovalo a stejně
tak se rozšiřovala jejich funkčnost. Tyto aplikace už dávno neposkytují pouze základní
operace nad souborovým systémem. Mezi tyto základní operace patří[3] :
• vytváření souborů a adresářů
• prohlížení obsahu adresářů
• kopírování souborů a adresářů
• přesouvání souborů a adresářů
• úprava souborů a adresářů
• změna oprávnění k souborům a adresářům
• mazání souborů a adresářů
Dnes toho tyto aplikace umí mnohem více. Naprosto běžnou se stala spolupráce s dalšími
aplikacemi, které je možné spouštět přímo ze správce souborů. O správnou asociaci souborů
pro jednotlivé aplikace se stará většinou operační systém, nebo správce souborů. Asociace
je zajištěna nejčastěji pomocí přípon, které používají jednotlivé typy souborů. Tato spolu-
práce je typická pro správce souborů s grafickým uživatelským rozhraním (např. standardní
prohlížeč souborů v operačním systému Windows). Velmi rozšířenou vlastností je grafické
odlišení jednotlivých druhů souborů a adresářů, které uživateli velice pomáhá v orientaci při
prohlížení obsahů adresářů. Takovéto rozlišení je v textovém uživatelském rozhraní řešeno
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např. jiným barevným zvýrazněním a u grafických uživatelských rozhraní např. rozdílnou
ikonou. V novějších verzích některých aplikací s grafickým uživatelským rozhraním přibyla
možnost zobrazení náhledu, která je výhodná zejména v případě multimediálních dat. Ná-
hled je zobrazen namísto ikony a výrazně usnadnil uživatelům práci, při procházení jejich
sbírek multimediálních dat.
Někteří zástupci v sobě mají podporu pro práci s komprimovanými archivy jako jsou
např. Zip, Rar, 7-zip, BZIP2 či další. Většinou je implementována podpora pro vytváření
těchto archivů, avšak existují i aplikace, které si poradí i s jejich čtením. Aplikace poté
dovolují uživateli procházet a vyhledávat v těchto archivech jako by se jednalo o běžný
adresář, což může uživateli ušetřit mnoho času od jejich ruční dekomprese ve specializo-
vaných programech. Takováto funkčnost je velice často implementována s pomoci VFS[7].
U správců souborů jsou někdy přítomny další vestavěné aplikace. Mezi typické příklady
těchto aplikací, patří textový editor, který je ideální na malé změny v textových souborech,
či další typy různých prohlížečů a editorů. Tyto vestavěné aplikace většinou obsahují jen
základní funkčnost, ale na jednoduché změny jsou dostatečné. U mnoha správců souborů
(např. Total Commander) se můžeme setkat s podporou pluginů, kterými se dá rozšířit
základní funkčnost.
Velmi rozšířenou funkcí je s rostoucím počtem souborů vyhledávaní souborů a adresářů.
Základní vyhledávání je podle jména nebo atributů. Pokročilejší aplikace dovolují zadat tzv.
masku vyhledávání, kdy je aplikace schopna vyhledat určitý druh souborů podle přípony
nebo skupiny přípon respektive typu dat (např. vyhledávaní obrázků). U nejpokročilejších
aplikací se můžeme setkat i s regulárními výrazy, které ocení zejména pokročilejší uživatelé.
Častým rozšířením je podpora síťové komunikace pomocí protokolů SSH, FTP, SMB,
čí jiných. Aplikace se poté dokáže připojit ke vzdáleným zařízením (serverům) a umožňuje
uživateli pracovat s jejich vzdálenými úložišti jako by byly lokální.
2.2 Rozdělení správců souborů
Správce souborů lze rozdělit na mnoho skupin[3]. Nejjednodušší dělení je na rozšířenější
správce souborů s grafickým uživatelským rozhraním, a na správce souborů s textovým
uživatelským rozhraním. Mezi známé zástupce první skupiny například patří:




• Krusader a další.
V případě druhé zmiňované skupiny se jedná zejména o:
• Norton Commander
• Midnight Commander
• Far a další.
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Podrobnější popis některých z uvedených zástupců, bude následovat později v této kapitole.
Dalším možným dělením je rozdělení podle uživatelského rozhraní. První skupina má
rozhraní skládající se z jednoho hlavního panelu (pohledu). Druhá skupina má rozhraní
se dvěma panely (někdy dokonce i více). Tyto dvě skupiny patří dnes mezi nejrozšířenější.
Obzvláště v poslední době společně s rostoucí oblibou 3D zobrazení, se stále častěji objevují
různá pokusná 3D rozhraní, která se snaží správce souborů ještě více přiblížit realitě.
V případě jednopanelových rozhraní aplikací (např. Thunar) vidí uživatel vždy obsah
jednoho konkrétního adresáře. Toto řešení je výhodné především pro méně zdatné uživatele,
protože uživatel není rozptylován nesouvisejícím obsahem dalšího adresáře. Toto rozložení
je také uzpůsobeno především k prohlížení obsahu adresáře, jelikož je využita plocha celého
rozhraní aplikace. Poněkud méně komfortní jsou pak operace vyžadující cílový a zdrojový
adresář, kdy k zobrazení obsahu obou adresářů je nutné spustit dvě instance aplikace.
Naopak dvoupanelové rozhraní je vhodné pro operace vyžadující zdrojový a cílový adre-
sář (přesouvání, kopírování atd.), protože uživatel vidí obsah obou adresářů zároveň v jedné
instanci aplikace. Nevýhoda tohoto přístupu může být pro někoho matoucí orientace v apli-
kaci. Dvoupanelové rozložení volí zejména zdatnější uživatelé. Moderní aplikace většinou
podporují obě rozhraní a uživatel si může zvolit vyhovující rozhraní podle svých potřeb.
2.3 Nové trendy
Mezi nové trendy, a to nejen v oblasti synchronizace a zálohování dat, patří Cloud Compu-
ting. Pokrok v této oblasti podporuje rozšiřování tabletů a chytrých telefonů, které se zvyšu-
jícím se výkonem a rozmachem mobilních operačních systému jako Android, iOS, Windows
Phone, stále častěji zastávají funkce běžných počítačů. Vzniká tak potřeba synchronizace
dat mezi stále větším počtem zařízení, a právě k tomuto účelu je vhodný správce souborů.
Ten může fungovat jako klient pro připojení k webovým službám, jako jsou Dropbox1, Goo-
gle Drive2, Ubuntu One, SkyDrive3 a další. Tyto služby se dají využít nejen k synchronizaci,
ale i k pohodlnému zálohování dat. Bohužel vestavěná podpora přímo v aplikacích většinou
chybí a je řešena buď pomocí pluginů (pokud daná aplikace toto umožňuje), nebo pomocí
dalšího klienta, což nemusí být pro každého vyhovující řešení.
Další z trendů je např. již zmiňované 3D uživatelské rozhraní. Příkladem takové rozhraní
je například kartotéka, kde každý šuplík reprezentuje adresář a dokument reprezentuje
soubor. Tato rozhraní jsou zajímavá a vypadají efektně, nicméně prozatím se nedočkala
masivnějšího rozšíření a použití v praxi. Zástupci tohoto typu jsou například Innolab 3D
File Manager nebo 3D fileSpace.
2.4 Existující správci souborů
Níže je uvedeno několik známých zástupců z řad správců souborů. U každého z nich je
uvedena základní charakteristika s odkazem na webové stránky.
2.4.1 Norton Commander
Norton Commander byl svého času velice oblíbený správce souborů s textovým rozhraním,





z prvních správců souborů, který využíval dvoupanelového uživatelského rozhraní. Velké
množství pozdějších správců souborů bylo právě Norton Commanderem inspirováno. Něk-
teří z nich budou v tomto výběru rovněž představeni.
2.4.2 Far
Far4 je dalším ze správců souborů s textovým uživatelským rozhraním, který je inspiro-
ván Norton Commanderem. Je vyvíjen pro operační systém Microsoft Windows. Správce
souborů Far je oblíbený pro svoje široké možnosti přizpůsobení potřebám uživatele. Mezi
hlavní funkčnost aplikace patří, kromě základních souborových operací, vestavěný editor
a prohlížeč souborů, pokročilý pluginovací systém, a podpora maker, pomocí kterých lze
rozšířit jeho funkcionalitu. Uživatelské rozhraní je podobné výše zmíněnému Norton Com-
manderu.
2.4.3 Midnight Commander
Midnight Commander5 je další správce souborů, který vychází z Norton Commanderu.
Midnight Commander má textové uživatelské rozhraní, které je složeno ze dvou panelů
a příkazové řádky terminálu ve spodní části rozhraní. Panely pro zobrazení obsahu ad-
resářů lze nakonfigurovat tak, aby zobrazovali adresářovou strukturu nebo další užitečné
informace. Je vyvíjen pro rodinu unixových operačních systémů, ale podporuje i opera-
ční systém Windows. Kromě základních souborových operací podporuje např. procházení
běžných formátů archivů, jako by byli adresářem, připojení ke vzdálenému úložišti pomocí
protokolů FTP, SSH a dalších. Původním autorem tohoto správce souborů je Miguel de
Icaza, jenž začal s jeho vývojem v roce 1994.





Dolphin6 je defaultní správce souborů v desktopovém prostředí KDE od verze 4. Aplikace
má grafické uživatelské rozhraní, které má ve standardním nastavení jeden hlavní panel
pro zobrazení obsahu adresáře, a dva postranní panely, obsahující navigaci a podrobnosti
o aktuálně zobrazených datech. Volitelně lze přidat i další panel a používat aplikaci ve
dvoupanelovém režimu, kdy je jeden panel cílový a druhý zdrojový. Dolphin je zaměřen
zejména na běžné uživatele, a proto se soustředí na jednoduché a přehledné zobrazení mul-
timediálních dat. U multimediálních dat aplikace vytváří náhled těchto dat, což je užitečné
při hledání a procházení různých galerií s obrázky, nebo jiným multimediálním typem dat
(filmy, dokumenty a další). Samozřejmostí je vestavěný klient pro připojení ke vzdáleným
úložištím pomocí síťových protokolů. Dolphin postrádá některé pokročilé funkce, jako např.
možnost otevřít archív a procházet jeho obsah, jako by šlo o běžný adresář. Vývoj správce
souborů Dolphin začal teprve v roce 2006 a z uvedených zástupců se jedná o nejmladší pro-
jekt. Dolphin podporuje většinu unixových operačních systémů a je dostupný i pro operační
systém Microsoft Windows.
2.4.5 Nautilus
Nautilus7 je defaultní správce souborů v desktopovém prostředí Gnome. Aplikace má gra-
fické uživatelské rozhraní. V základním nastavení se rozhraní skládá z jednoho hlavního
panelu, ve kterém se zobrazuje obsah adresáře. Volitelně lze využít dvou dalších režimů
a to dvoupanelového, kdy je hlavní panel rozdělen na cílový a zdrojový panel, nebo je
možné využít záložky, které známe z webových prohlížečů. Nautilus rovněž podporuje sys-
tém pluginů a dovoluje tak rozšířit svojí funkčnost. Ke vzdáleným úložištím se lze připojit
pomocí běžných síťových protokolů.
2.4.6 Standardní správce souborů v systému Windows
Standardní správce souborů v operačním systému Windows je spíše než samostatnou apli-
kací součást operačního systému. Tento správce souborů je přítomen jako defaultní ihned
po instalaci systému Microsoft Windows (což je jeden z hlavních důvodů jeho rozšířenosti).
V nejnovější verzi je tvořen jedním hlavním oknem programu ve kterém je zobrazen ob-
sah právě procházeného adresáře. Po levé straně se nachází panel s oblíbenými položkami.
Vpravo se zobrazuje náhled označených souborů. Díky provázanosti s operačním systémem
Microsoft Windows, má např. v kontextovém menu položku na vypalování dat na cd. Stejně




Obrázek 2.2: Uživatelské rozhraní správce souborů Windows
2.4.7 Total Commander
Total Commander8, dříve známý pod jménem Windows Commander, je v současné době
jeden z nejoblíbenějších správců souborů pro operační systém Microsoft Windows. Total
Commander má grafické uživatelské rozhraní se dvěma panely pro zobrazení adresářů. Tento
správce souborů je opět inspirován starým Norton Commanderem. Kromě základní funkč-
nosti se umí připojit ke vzdáleným úložištím, má vestavěný textový a bitmapový prohlížeč
a mnoho dalších užitečných funkcí. Aplikace je napsána v jazyce Object Pascal ve vývo-




Obrázek 2.3: Uživatelské rozhraní Total Commanderu
2.5 Návrhové vzory
Návrhový vzor (anglicky design pattern) je obecný popis, pomocí kterého lze elegantně
vyřešit část návrhu aplikace (někdy se také říká, jak můžeme návrhový problém vyřešit
správně). V případě objektově orientovaných jazyků jde o popis komunikujících objektů
a tříd, které jsou určeny k řešení obecného návrhového problému v určitém kontextu[5].
Nejedná se tedy o algoritmus nebo knihovnu, které je možno přímo využít k vývoji nové
aplikace. Výjimku tvoří některé případy, kdy se návrhové vzory kombinují s metaprogra-
mováním. Příklady těchto specifických případů lze nalézt např. v[4]. Z uvedených informací
vyplývá, že návrhové vzory jsou nezávislé na zvoleném programovacím jazyce, avšak různé
objektově orientované jazyky mohou obsahovat vlastnosti, které můžou implementaci něk-
terých vzorů zjednodušit. Pokud chceme při tvorbě aplikace využít návrhové vzory, musíme
si je nejprve přizpůsobit pro řešení konkrétního problému návrhu. Návrhové vzory nám při
správném použití dokáží velmi ulehčit návrh aplikace a zjednodušit jeho pozdější modifikaci
a rozšiřování o novou funkčnost. Pomáhají hlavně při řešení problémů, které se při návrhu
aplikací často opakují. Ukázkové příklady použití budou uvedeny u vybraných návrhových
vzorů dále v této kapitole.
Návrhové vzory lze rozdělit do tří základních skupin, a to na tvořivé, strukturální
a behaviorální[5]. Skupiny pak můžeme dále dělit na vzory, které se soustředí na třídu
a vzory které se soustředí na objekt. Tvořivé návrhové vzory zabstraktňují proces tvorby
instancí a pomáhají budovat systém, který je nezávislý na způsobu tvorby, skládání a vy-
jadřování jeho objektů[5]. Mezi tvořivé vzory patří:
• Factory method (Tovární metoda)





Strukturální návrhové vzory popisují způsob uspořádání jednotlivých tříd do celkové struk-
tury programu, respektive propojení jednotlivých tříd do fungujícího celku. Zástupci struk-





• Flyweight (Muší váha)
• Composite (Skladba)
• Proxy (Zástupce)
Poslední skupinou jsou behaviorální návrhové vzory, které slouží k popisu chování objektů.
Zástupci této skupiny se tedy soustředí zejména na algoritmy a rozdělení povinností mezi
objekty[5]. Tato skupina je nejpočetnější a patří sem:
• Interpreter (Interpret)







• Chain of responsibility (Řetěz odpovědnosti)
• State (Stav)
• Strategy (Strategie)
Při návrhu výsledné aplikace bylo použito několik návrhových vzorů, vybrané z nich jsou
detailněji popsány v další části této kapitoly. Diagramy, kterými je tento popis doplněn
jsou převzaty z [8]. Níže uvedený popis návrhových vzorů je pouze lehkým úvodem do této
problematiky. Podrobnější popis, společně s množstvím příkladů ve formě zdrojových kódů,
lze nalézt v již uvedené literatuře [5] nebo v [14].
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2.5.1 Abstract Factory
Vzor Abstract Factory poskytuje rozhraní pro vytváření příbuzných nebo závislých ob-
jektů, aniž by bylo potřeba specifikovat konkrétní třídy[5]. Jedná se o zástupce tvořivých
návrhových vzorů, který se používá zejména při tvorbě prvků, ze kterých se skupina skládá.
Příkladem použití vzoru Abstract Factory je například tvorba prvků uživatelského rozhraní,
nebo tvorba skupiny prvků, která se liší v určitých aspektech (např. vytváření různých typů
grafů v grafovém editoru). Abstract Factory se skládá z několika tříd. Základní třídou je
Abstract Factory, která definuje rozhraní pro tvorbu jednotlivých prvků, které skupina
obsahuje. Potomci této třídy (Concrete Factory) tvoří konkrétní prvky (např. tlačítka, for-
muláře u tvorby uživatelského rozhraní). Každý objekt, který lze pomocí třídy Concrete
Factory vytvořit je většinou opět implementován pomocí stejného principu, jak je vidět na
následujícím obrázku 2.4. Díky tomuto vzoru je poté možné pracovat s různými druhy tříd
Concrete Factory jednotným způsobem. Velice snadným způsobem lze rozšířit funkčnost
pouhým přidáním třídy Concrete Factory a souvisejících tříd.
Obrázek 2.4: Návrhový vzor Abstract Factory (struktura)
2.5.2 Proxy
V některých situacích je výhodné poskytnout náhradníka za jiný objekt za účelem řízení
přístupu k tomuto objektu[5]. Tento návrhový vzor se skládá z několika tříd. Třída Real
Subject definuje reálný objekt, pro který chceme vytvořit zástupce. Třída Proxy udržuje
odkaz, pomocí kterého přistupuje ke skutečnému subjektu (Real Subject). Rozhraní Sub-
ject definuje společné rozhraní pro přístup ke třídě Real Subject a třídě Proxy definující
zástupce. Při přístupu k objektu Subject je poté možné jednotným způsobem přistupo-
vat k zástupci i konkrétnímu subjektu. Příkladem, kdy je vhodné využít tohoto řešení,
je například komunikace mezi klientem a serverem. Objekty (Subject), se kterými klient
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komunikuje, se můžou nacházet na serveru nebo klientovi. K objektům na serveru se přistu-
puje pomocí zástupce (Proxy), který se stará o odesílání a příjem dat. Lokální objekty jsou
vyvořeny jako třída Real Subject. Komunikace poté probíhá pomocí rozhraní definovaným
objektem Subject jednotným způsobem, ať už se jedná o objekty na serveru nebo na klien-
tovi. Celkový obecný diagram návrhového vzoru Proxy je na obrázku 2.5.
Obrázek 2.5: Návrhový vzor Proxy (struktura)
2.5.3 Strategy
Návrhový vzor Strategy popisuje způsob řešení, kdy existuje rodina algoritmů, které řeší
podobný problém různým způsobem[5]. Algoritmus se skládá ze tří tříd. První třídou je abs-
traktní třída (Strategy), která popisuje obecně algoritmus a definuje minimální rozhraní,
které musí každý konkrétní algoritmus implementovat. Konkrétní algoritmy jsou poté im-
plementovány jako potomci této třídy (Concrete Strategy). Poslední třídou, kterou vzor
definuje, je třída Context, která komunikuje s okolím a přijímá požadavky. Třída Con-
text v sobě obsahuje instanci třídy Concrete Strategy, pomocí které zpracovává příchozí
požadavky. Výběr algoritmu provádí buď klient, nebo jej vybírá třída Context. Příkladem
použití návrhového vzoru Strategy je například tvorba archivů. Archiv lze vytvořit pomocí
různých algoritmů (ZIP, BZIP2 a další). Tento příklad je typický pro použití návrhového
vzoru Strategy. Jednotlivé třídy budou mít funkčnost rozdělenu takto. Třída Context bude
v tomto případě zpracovávat požadavky na vytvoření různých typů archivů, které zpra-
covává pomocí třídy Concrete Strategy. Konkrétní algoritmy, pomocí kterých je archiv
vytvořen, jsou definovány v potomcích třídy Strategy (Concrete Strategy). Diagram tohoto
návrhového vzoru je na obrázku 2.6.
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Obrázek 2.6: Návrhový vzor Strategy (struktura)
2.6 Požadavky na výslednou aplikaci
Aplikace, která v rámci této bakalářské práce vznikne, bude podporovat základní soubo-
rové operace uvedené na začátku této kapitoly. Pro většinu z těchto souborových operací
bude aplikace umožňovat operaci undo, přičemž tuto operaci bude možné provést pouze do
vypnutí aplikace. Činnost, kterou provede uživatel, bude zaznamenávána do souboru. Pro
větší pohodlí uživatele bude aplikace sledovat změny, které nastanou v aktuálně zobrazených
adresářích. Pokud aplikace takovou změnu zaregistruje, provede automatickou aktualizaci
v zobrazených datech.
Nad rámec zadání této práce bude implementováno rozšíření aplikace o grafické uživatel-
ské rozhraní, které částečně ověří vhodnost zvoleného návrhu aplikace. Grafické uživatelské
rozhraní bude vytvořeno ve frameworku Qt[11]. Toto grafické uživatelské rozhraní bude mít




Tato kapitola se bude zabývat návrhem aplikace. Nejprve bude popsáno uživatelské rozhraní
výsledné aplikace, po kterém následuje ukázka výsledného rozhraní. Po popisu uživatelského
rozhraní následuje samotný návrh aplikace. Krok po kroku jsou popsány jednotlivé části
návrhu a nakonec i návrh aplikace jako celek. Součástí této kapitoly jsou diagramy UML[6].
3.1 Návrh textového uživatelského rozhraní
Zvolené uživatelské rozhraní vychází z dvoupanelových správců souborů. Rozděleno je na
několik částí. V horní části se nachází hlavní ovládací menu, které se skládá z několika
obdélníkových tlačítek, která zpřístupňují nastavení a základní souborové operace, které
byly zmíněny v kapitole 2. Pod tímto menu se nachází hlavní část uživatelského rozhraní,
která slouží k výpisu obsahu adresáře a je v základním nastavení rozdělena na dvě poloviny.
Každá polovina tvoří panel, který zobrazuje data z jednoho adresáře. Jednotlivé soubory
a adresáře (dále jen položky) z adresáře jsou vypsány po řádcích. Řádek je rozdělen v zá-
kladním nastavení na tři sloupce, ve kterých je jméno, velikost a datum poslední změny
dané položky. V posledním řádku, který je oddělen od ostatních, je zobrazeno volné místo
zbývající v zobrazeném adresáři. Panel se může nacházet v jednom ze dvou stavů, a to
v aktivním (zdrojovém), nebo pasivním (cílovém). Aktivní panel může být vždy pouze je-
den a poznat ho lze podle zvýrazněné položky, respektive položek pokud je jich označeno
více. Uživatel může nastavením aplikaci přepnout do jednopanelového režimu, ve kterém je
zobrazen pouze aktivní panel, který je zároveň pasivním.
Interakce aplikace s uživatelem je řešena primárně pomocí klávesnice následujícím způ-
sobem. Ke změně aktivního panelu (pokud jsou zobrazeny 2) slouží tabelátor nebo směrové
klávesy (vlevo a vpravo). Směrovými klávesami (nahoru a dolů) může uživatel přecházet po
jednotlivých položkách adresáře. Klávesy PAGE UP a PAGE DOWN jsou určeny k posunu
o 5 položek, HOME a END slouží k výběru první, respektive poslední položky v zobrazeném
adresáři. Uživatel může označit více položek pomocí klávesy INSERT, pokud je již položka
označená, dojde ke zrušení tohoto označení. V aktivním panelu je vždy označená alespoň
jedna položka. Pomocí funkčních kláves (F2-F10) jsou ovládány základní souborové operace
nad označenými položkami v aktivním panelu. K přechodu do jiného adresáře slouží klávesa
ENTER.
Správce souborů je často využívaná aplikace a tomuto bylo přizpůsobeno i barevné
schéma. Jako defaultní barevné schéma je zvolena černo-bílá kombinace, kde pozadí aplikace
je černé a text je bílý. Toto barevné schéma je dobře kontrastní a obzvlášť večer pracující
15
uživatelé ho určitě ocení. Dialogy a formuláře mají odlišnou barvu od zbytku aplikace.
Varování a chyby mají červené pozadí a bílý text. Formuláře pro vstup dat mají modré
pozadí a text je opět bílý. Barevné schéma většiny prvků aplikace lze však případně změnit.
Ukázka výsledného rozhraní je na obrázku 3.1.
Obrázek 3.1: Ukázka uživatelského rozhraní výsledné aplikace
3.2 Objektově orientovaný návrh
Vytvořený objektově orientovaný návrh se skládá z několika částí. Základem správce sou-
borů je načítání dat ze souborového systému. Existuje mnoho různých souborových systémů
a několik druhů úložišť (lokální, vzdálené atd.). Způsob (algoritmus) načítání dat se může
u každého lišit, avšak téměř vždy se bude jednat o stejný druh dat, kterým jsou adresáře
a soubory. Tato data budou v aplikaci reprezentována třídou File, která bude abstrakcí
pro obecný soubor. O samotné načítání dat se v aplikaci stará několik tříd, které jsou vy-
tvořeny podle návrhového vzoru Strategy, který je popsán v předchozí kapitole. Základem
je třída Directory, která tvoří abstrakci pro obecný adresář. Jednotlivé algoritmy jsou poté
v potomcích rodičovské třídy Dir, která definuje rozhraní, které musí jednotlivé algoritmy
obsahovat. Zvolené řešení je výhodné z několika důvodů. Vzor Strategy umožňuje snadno
přidat nový, nebo upravit stávající algoritmus, aniž bychom museli výrazně zasahovat do
zbývajícího kódu aplikace, navíc je možné tento algoritmus změnit za běhu aplikace. Ilu-
strace této části řešení je na následujícím obrázku 3.2.
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Obrázek 3.2: Třída Directory a ilustrace vzoru Strategy
Načtená data je dobré před zobrazením zpracovat. Jedním z kroků je seřazení těchto dat
podle zvoleného klíče, které umožní uživateli snadnější orientaci a vyhledávání položek. Da-
lším krokem je filtrování podle parametrů, které zadá uživatel. Parametrů může být zvoleno
i více, anebo taky žádné. Položky které vyhoví všem filtrům jsou předány k poslední části
tohoto zpracování. V této části je vybrána pouze určitá podmnožina z těchto položek. Tato
část zpracování je provedena pouze pokud počet vyhovujících položek přesáhne maximální
počet, který je panel schopen zobrazit, jinak se přeskočí. Tuto výše popsanou část funkčnosti
bude mít na starost třída View. Třída View bude využívat dvě další třídy. První z nich bude
třída Sorter, která bude reprezentovat řadič, který bude umět předaná data seřadit. Třída
sorter společně s jednotlivými potomky třídy Sort je vytvořena pomocí návrhové vzoru
Proxy(viz. kapitola2.5). Druhou třídou, se kterou bude třída View spolupracovat, je třída
Filter. Jak napovídá název této třídy, tak tato třída bude abstrakcí nad obecným filtrem.
Jediné co bude třída umět je aplikovat filtr nad předanými daty a odstranit nevyhovující
položky. Diagram těchto tříd je na obrázku 3.3.
Obrázek 3.3: Zpracování dat
Jednotlivé činnosti aplikace jsou zaznamenávány do souboru. Záznam slouží pro zpětnou
kontrolu provedených akcí. Zapisovány budou jen základní souborové operace, ostatní akce
nebudou do záznamu zahrnuty. Při řešení tohoto problému bylo prvním řešením použití ná-
vrhového vzoru Singleton. Toto řešení však bylo zavrženo, protože logování je prováděno jen
ve dvou třídách, a není nutné ho zpřístupnit v celé aplikaci. Zvolené řešení žádný návrhový
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vzor nepoužívá a bude se skládat z jedné třídy, která bude zapisovat předané informace ve
formátu podobném csv. Tento vybraný formát se skládá ze čtyř atributů (sloupců). V prv-
ním sloupci je datum a čas, ve druhém typ události, ve třetím sloupci je uveden identifikátor
události, a v posledním sloupci se nachází volitelný komentář. Jednotlivé sloupce jsou od-
děleny pomocí tabelátoru, který umožňuje snadné programové zpracování i prohlížení bez
dodatečných úprav.
Uživatel často provede operaci omylem, nebo udělá chybu. Ve všech uživatelsky přívěti-
vých aplikacích je pro tento případ dostupná operace undo, která zruší poslední provedenou
akci. Tato část je řešena jako pomocí vektoru, který si pamatuje jednotlivé provedené akce
ke kterým má uloženy protiakce, které zajistí přechod do původního stavu. Vypnutím apli-
kace se změny potvrdí a již se nedají vrátit zpět standardní cestou. Z operací, pro které
aplikace podporuje operaci undo, je nejrizikovější operace mazání, jelikož obnova smaza-
ných dat je složitá. Ostatní operace je možné ještě i ručně vrátit do původního stavu pomocí
souboru se zaznamenávanou činností. Zaznamenávaní činnosti lze volitelně vypnout v na-
stavení aplikace.
Předchozí část kapitoly popsala základní navrženou funkčnost aplikace, ve zbývající
části bude rozebrána tvorba uživatelského rozhraní a ovládání aplikace. Toto bude mít na
starosti třída Gui, respektive její potomci. Základem této části návrhu je návrhový vzor
Abstract Factory. Toto řešení, jak bylo zmíněno v kapitole 2.5.1, se skládá z několika spo-
lupracujících tříd. Jedná o třídy, které mají na starosti tvorbu formulářů, dialogů a panelů
pro zobrazení položek adresáře. Tyto třídy jsou opět řešeny pomocí návrhového vzoru Abs-
tract Factory. Díky tomuto řešení lze pouhým implementováním nového potomka třídy Gui,
společně s jejími součástmi, přidat aplikaci úplně nové uživatelské rozhraní, nebo změnit
reakce na uživatelské události. V rámci rozšíření zadání bylo toto ověřeno vytvořením dvou
dalších uživatelských rozhraní, a to grafickým rozhraním ve frameworku Qt a testovacím
rozhraním pro automatizované testování základní funkčnosti (viz. podkapitola 4.7 o testo-
vání v následující kapitole). Ilustrace této části řešení je k vidění na obrázku 3.4
Obrázek 3.4: Tvorba uživatelského rozhraní
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Výše byly popsány jednotlivé části návrhu aplikace. Existuje více způsobů, kterými
by se dalo zadání vyřešit. Vybraný způsob je podle mého názoru dostatečně robustní pro
přidání, nebo změnu funkcionality, přičemž návrh zůstal srozumitelný a jednoduchý. Návrh
však není ověřen kompletně, jelikož celkově by návrh prověřil pouze delší vývoj s řadou
změn a rozšíření funkcionality. Výše popsaný návrh poslouží jako předloha pro implementaci
jednoduchého správce souborů, kterou se zabývá následující kapitola. Téměř celkový návrh
aplikace je k vidění na obrázku 3.5 ve formě Uml diagramu. V tomto diagramu jsou pro
přehlednost vynechány některé třídy. Barevné odlišení je uvedeno pouze pro zpřehlednění
části diagramu a nemají žádný další význam.




Cílem této kapitoly je popsat implementaci správce souborů vytvořenou podle návrhu
z předchozí kapitoly. V úvodu kapitoly jsou představeny použité knihovny a nástroje, po-
mocí kterých byl vývoj aplikace realizován. Po představení použitých nástrojů se kapitola
zabývá implementací aplikace a řešením problémů, které při vývoji nastaly. V závěru kapi-
toly je pak shrnuto testování výsledné aplikace.
4.1 Použité knihovny a nástroje
Na začátku každého vývoje je vhodné zkusit najít nástroje, které nám implementaci co
možná nejvíce usnadní. Je potřeba správně zvolit použité nástroje a programovací jazyk.
Každý programovací jazyk je více či méně vhodný k řešení určitých typů úloh a špatnou
volbou bychom si mohli způsobit mnoho problémů. V této práci byl jako implementační
jazyk zvolen C++[15], protože správce souborů je systémová aplikace a na cílové platformě
je tento jazyk hojně rozšířen. Jazyk C++ obsahuje navíc standardní knihovnu, která obsa-
huje užitečná rozšíření, která nám ulehčí řešení problémů. Mnoho problémů už totiž bylo
vyřešeno vhodně předtím. Je jen na programátorovi zda řešení poskytnuté knihovnou pou-
žije, nebo začne vytvářet své vlastní řešení. Oba přístupy mají své výhody a nevýhody.
Používání knihoven a přebírání řešení nám může zkrátit dobu potřebnou pro vyřešení da-
ného problému, a tím nám implementaci usnadnit. Nevýhodou je potřeba naučit se existující
řešení využívat a spolehnout se na autora, že problém správně vyřešil a bude pokračovat
v započatém vývoji. Naopak pokud si programátor řešení sám naprogramuje, může si je
otestovat a uzpůsobit si ho na míru, ovšem za cenu prodloužení doby vývoje.
4.1.1 Standardní knihovna jazyka C++
Standardní knihovna jazyka C++ je známa všem programátorům, kteří něco programovali
v C++. Knihovna obsahuje velké množství funkcí a předpřipravených šablon k ulehčení
vývoje. Za vývojem stojí přímo komunita jazyka C++. Knihovna nechybí snad v žádné
aplikaci, která je naprogramována v jazyce C++. Její funkčnost je velmi rozsáhlá. Knihovna
obsahuje např. datovou strukturu vektor (vector)[15], mechanismus řazení nebo datový typ
String. V aplikaci je z knihovny využit mechanismus řazení, kontejner vektor, datový typ




Na standardní knihovnu navazuje projekt Boost[2], který se skládá z přibližně 80 menších
knihoven. Tam kde nám nepostačují možnosti základní knihovny s velikou pravděpodob-
ností najdeme řešení právě v jedné z těchto knihoven. Mezi knihovnami lze nalézt např.
knihovnu pro generování pseudonáhodných čísel, paralelní programování, zpracování ob-
razu či vícejazyčnou podporu. Za projektem Boost stojí velice silná komunita a je využit
v mnoha projektech, což svědčí o jeho oblibě mezi vývojáři. Vývoj jde rychlým tempem
a mnoho řešení je později zapracováno přímo do normy jazyka C++, nebo alespoň do stan-
dardní knihovny. V nejnovější normě jazyka (C++ 11) jde např. o knihovnu System, která
obsahuje množství podpůrných funkcí pro práce s operačním systémem a jeho diagnos-
tiku. V aplikaci je z tohoto projektu použita knihovna Filesystem sloužící k manipulaci se
souborovým systémem. Detaily budou uvedeny později v této kapitole.
4.1.3 nCurses
NCurses je knihovna, která má na starost usnadnění tvorby textového uživatelského roz-
hraní. Mezi základní funkčnost, kterou nCurses obsahuje patří[13]: Vykreslování na zada-
ných souřadnicích, čtení vstupu od uživatele, detekce pozice kurzoru a tvorba předpřipra-
vených částí uživatelského rozhraní jako jsou dialogy, menu, panely atd. Knihovna si prošla
dlouhým vývojem. V současnosti je knihovna spíše na ústupu vzhledem k rostoucí oblibě
grafických uživatelských rozhraní, nicméně její vývoj nebyl ukončen a nejnovější aktuali-
zace vyšla v dubnu roku 2012. V aplikace je využita knihovna nCurses pro tvorbu textového
uživatelského rozhraní a zpracování požadavků od uživatele.
4.1.4 Qt
Qt není ani tak knihovnou jako spíše multiplatformním frameworkem[11] pro tvorbu ro-
bustních aplikací nejen v C++. Qt bylo vytvořeno firmou Trolltech a později zakoupenou
finskou společností Nokia, která Qt framework využívala k tvorbě aplikací pro své mobilní
platformy Hartmann, Symbian. Knihovna Qt se skládá z mnoha tříd, které nám usnadňují
tvorbu nejen grafického uživatelského rozhraní. V Qt nalezneme téměř jakoukoliv kompo-
nentu pro tvorbu gui od tlačítek přes formuláře a menu po grafické plátno pro kreslení.
Knihovna obsahuje i mnoho dalších užitečných věcí, které nám pomohou vytvořit moderní
aplikaci, jako např. komponenty pro síťové programování apod. Dnes je Qt opensource a je
využíván při vývoji mnoha známých aplikací. Nejnovější stabilní verze knihovny je verze 4.8
a netrpělivě je očekávána verze 5.0, která má přinést velký počet vylepšeni s řadou změn.
4.2 Použité vývojové nástroje
Vývoj aplikace probíhal po celou dobu v prostředí Linux (distribuce Debian Wheezy -
testing). Aplikace byla napsána v multiplatformním editoru Geany, což je zdarma dostupný
textový editor s jednoduchým integrovaným vývojovým prostředím. Jako překladač byl
zvolen GCC ve verzi 4.6.2. Rozšíření zadání o grafické uživatelské rozhraní bylo vytvořeno
za pomoci nástrojů, které obsahuje framework Qt. Framework byl použit ve verzi 4.7.
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4.3 Implementace uživatelského rozhraní
Vývoj aplikace začal tvorbou textového uživatelského rozhraní. Rozhraní je vytvořeno po-
mocí zmíněné knihovny nCurses. Ihned po startu aplikace se ověří zda terminál, ve kterém
je aplikace spuštěna podporuje barevné zobrazení, pokud tomu tak není, aplikace se ukončí.
Po tomto ověření následuje inicializace knihovny nCurses[12] a vytvoření objektu zodpo-
vědného za vytvoření uživatelského rozhraní a zpracování požadavků z tohoto rozhraní.
V aplikaci to mají na starost potomci třídy Gui, jak bylo zmíněno v kapitole 3. Tvorbu sa-
motného uživatelského rozhraní je rozdělena do několika tříd. Třída Menu se stará o tvorbu
spodního menu aplikace. Hlavní část rozhraní - panel pro zobrazení načtených dat je vy-
tvořen ve třídě Panel. Třída Panel a její potomci se stará o veškeré grafické zobrazení dat
a práci s těmito daty. O načtení vstupních dat od uživatele se stará třídy Dialog, která
slouží k vytváření vstupních dialogů. Naopak o upozornění uživatele o chybách mají na
starost třídy WarnDialog respektive InfoDialog. Jednotlivé třídy je možné snadno upravit,
nebo rozšířit o funkčnost, pokud je vytvořen nový potomek od třídy Gui. Požadavky od uži-
vatele jsou obsluhovány hlavní smyčkou, která je spuštěna ihned po vytvoření uživatelského
rozhraní.
4.4 Načítání dat ze souborového systému
Čtení dat ze souborového systému má na starost třída Directory. Pro načítání dat z lo-
kálního souborového systému je využita knihovna Filesystem[1] z projektu Boost. Hlavní
třídou této knihovny je třída Path, která obsahuje metody pro práci se soubory a adresáři.
Data, která jsou načtena pomocí knihovny Filesystem jsou převedena do vnitřní reprezen-
tace (třídy File). Třída File obsahuje pouze základní atributy, kterými jsou jméno, cesta,
velikost, datum poslední změny a oprávnění. Díky použití vnitřní reprezentace je možné
jednodušeji změnit způsob načítání dat, bez zásahu do další funkčnosti. Jednotlivé načtené
položky adresáře jsou uloženy do kontejneru typu vektor, aby je nebylo nutné při dalším vy-
kreslení znovu načítat ze souborového systému. Vektor je kontejner ze standardní knihovny
jazyka C++, který reprezentuje dynamické pole a umožňuje náhodný přístup k uloženým
hodnotám.
Načtení nových dat ze souborového systému probíhá ihned po startu aplikace, a poté
vždy při přechodu do jiného adresáře. Je dobré zajistit, aby v případě změny v aktuálně
zobrazených adresářích, došlo k aktualizaci vypsaných dat. Někteří správci souborů se tímto
nezabývají, a pro uživatele pak může být matoucí pokud ve výpisu dat nevidí aktuální
data (např. nově vytvořený soubor po opětovné aktivaci aplikace). Aktualizace může být
vyřešena několika způsoby. Prvním způsobem je aktualizace obsahu adresáře v určitém
časovém intervalu. Tento způsob řešení není ideální, protože aplikace načítá data i když
k žádné změně v zobrazeném adresáři nedošlo a zbytečně tak spotřebovává procesorový čas.
Výhodou tohoto prostého řešení je jeho přenositelnost mezi různými operačními systémy.
Další možností je využít služeb operačního systému[10]. Jádro operačního systému Linux
obsahuje systém Inotify, který aplikaci upozorní na změny v souborovém systému. Inotify
lze nastavit tak, aby aplikaci upozorňoval jen na některé změny v souborovém systému,
a oproti staršímu systému Dnotify lze hlídat jak adresáře tak i soubory. Zřejmou nevýhodou
tohoto systému je nepřenositelnost tohoto řešení. V aplikaci je aktualizace dat řešena pomocí
druhého zmiňovaného způsobu, a pokud dojde k jakékoliv změně v zobrazeném adresáři,
dojde k aktualizaci zobrazených dat.
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4.5 Zpracování dat
Získaná data je třeba před samotným zobrazením zpracovat. Jak bylo zmíněno v kapitole
o návrhu, tuto funkčnost má na starosti třída View. První část zpracování je filtrování. Jeli-
kož může být filtrů použito více, bylo třeba vymyslet jednoduchý způsob, kterým by se daly
všechny zvolené filtry aplikovat na načtená data. Výsledné řešení je založeno na abstraktní
třídě Filter, která definuje rozhraní pro konkrétní filtry. Každý filtr musí implementovat
minimálně metodu ApplyFilter, kterou se filtr spustí. Filtry, pomocí kterých se má provést
zpracování dat, je třeba předat třídě View, která si je uloží do kontejneru vektor. Díky
polymorfismu poté stačí zavolat zmíněnou metodu ApplyFilter nad všemi uloženými filtry
a vrátit vyfiltrovaná data. V aplikaci jsou na ukázku vytvořeny dva filtry. První z nich
odstraňuje skryté soubory a druhý ponechá ve výpisu pouze adresáře.
Po filtraci dat jsou výsledná data seřazena, k čemuž je použita funkční šablona sort ze
standardní knihovny C++. Tato šablona zvládá řadit kontejnery, které umožňují náhodný
přístup pomocí iterátorů. Způsob, jakým budou data porovnávána lze nastavit volitelným
parametrem. Tento volitelný parametr musí být objekt s definovaným operátorem () vra-
cejícím pravdivostní hodnotu, která je využita pro porovnání při řazení. Aplikace obsahuje
několik porovnávacích algoritmů. Posledním krokem je odstranění položek, které se na-
cházejí za hranicí panelu. Odstranění je provedeno vytvořením nového kontejneru, který
obsahuje pouze tolik položek, kolik je panel schopen v danou chvíli zobrazit.
4.6 Operace undo
Operace undo u přejmenování, přesunutí, vytvoření a kopírování souborů nebo adresářů,
mají jednoduchou implementaci. Stačí uložit předchozí umístění souboru, nebo název a v pří-
padě vyvolání operace undo je nastavit na původní hodnoty. Největší problém je s mazáním
souborů a adresářů. U této operace nelze smazaná data jednoduše obnovit. Zvažovány byli
dva způsoby, kterými by se dala operace undo vyřešit. Prvním a jednodušším z nich je
smazání pouze z výpisu v aplikace a odložení fyzického smazání až do doby vypnutí apli-
kace. Velkou nevýhodou je, že v jiných aplikacích budou smazaná data stále viditelná. To
může být velice matoucí pro uživatele. Druhým možným řešením je přesunutí dat před
smazáním do speciálního skrytého adresáře (řešení vychází z principu koše, známého z ope-
račních systémů), ze kterého jsou data opět vymazána až ve chvíli, kdy dojde k ukončení
aplikace. Tímto dojde k odstranění dat i z výpisu ostatních operací. Data lze samozřejmě
nalézt i v tomto případě, ale řešení již není tak matoucí pro uživatele. Oproti prvnímu
řešení má druhý způsob několik záludností. Jelikož se soubory a adresáře mohou nacházet
na různých úložištích, je nutné zjistit, na kterém úložišti se data nachází, a přesunout je
v rámci stejného zařízení. Pokud by data byla přesunována mezi jinými zařízeními, hrozí
- obzvláště u větších objemů dat, zatuhnutí aplikace, které způsobí přesouvání dat mezi
těmito zařízeními. Další nevýhodou tohoto řešení je potřeba oprávnění pro zápis do adre-
sáře, kam jsou data přesunována. Pokud toto oprávnění chybí, nemůžou být data přesunuta
a operace undo se stane nefunkční. V aplikaci je použito druhé, složitější řešení, které je
složeno z několika kroků. Nejprve se ověří, zda má uživatel oprávnění ke smazání dat a je
zjištěno úložiště na kterém se data nacházejí pomocí funkce Stat. Tato funkce nám vrátí
strukturu stat, která obsahuje podrobné informace o souboru a v položce st dev této struk-
tury se nachází mimo jiné id zařízení na kterém se soubor nachází. V adresáři, ve kterém
se nacházejí data určená ke smazání, je vytvořen dočasně adresář .tmpRm, do kterého se
po úspěšném ověření oprávnění k zápisu tato data přesunou. Pokud uživatel nemá právo
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zápisu, dojde k upozornění uživatele na nevratnost vykonávané operace.
4.7 Testování aplikace
Testování aplikace bylo v začátku vývoje prováděno ručně a později bylo rozšířeno o au-
tomatizované testování. Ruční testování probíhalo podle potřeby a testovalo vždy právě
vyvíjenou část aplikace. Tímto se odhalily nejzávažnější chyby v implementaci. Automa-
tické testování se zaměřuje zejména na základní funkčnost, ostatní tyto testy nepokrývají.
Pro potřeby automatizovaného testování bylo vytvořeno další rozhraní, které nejprve otes-
tuje základní souborového operace a načítání dat. Testování probíhá nejprve vytvořením
dočasného adresáře a vygenerováním testovacího obsahu. Po vytvoření tohoto adresáře je
provedena kontrola správnosti vytvoření tohoto adresáře a pokud vše proběhne v pořádku
pokračuje se testováním zbývajících operací, po jejichž provedení dojde k další kontrole.
Toto testovací rozhraní je součástí implementace a je možné ho rozšířit o poloautomatické
testy, které vyžadují interakci s uživatel, čímž je možné částečně otestovat i uživatelské
rozhraní aplikace. V poslední fázi vývoje byla aplikace uvolněna k betatestování pro malou
skupinu uživatelů. Betatestování se skládalo z prvotního seznámení s aplikací, provedení
několika předem zadaných úkolů a jednodenního používání. Výsledkem tohoto testování
bylo opravení mnoha malých chyb. Po zkušenostech s vývojem této aplikace by se autor
soustředil již mnohem dřív na automatizované testování a aplikaci by vyvíjel technikou vý-
voj řízený testy (TDD - Test-Driven development) nebo testování řízeného návrhem (DDT
Design driven testing)[9].
V této kapitole byly představeny nástroje které byli k implementaci využity a dále
zde byla popsána implementace výsledné aplikace. Jsou zde popsány nejdůležitější kroky
implementace, a jsou zde postupně vysvětleny způsoby řešení problémů, které bylo třeba
v průběhu vývoje aplikace vyřešit. Detailněji se lze s celou implementací seznámit v přilože-




Výsledkem této práce je objektově orientováný návrh správce souborů a aplikace, která byla
podle tohoto návrhu implementována. Výsledná aplikace obsahuje dvě uživatelská rozhraní
a to textové uživatelské rozhraní a grafické uživatelské rozhraní, které je vytvořeno nad
rámec zadání za účelem ověření kvality návrhu. Aplikace obsahuje základní funkčnost pro
správu souborů a adresářů a mimo jiné navíc zvládá operaci undo. Během tvorby této práce
získal autor cenné zkušenosti nejen s vývojem objektově orientovaných aplikací za pomocí
návrhových vzorů, ale i s tvorbou textového uživatelského rozhraní, které stále nachází své
využití. Součástí této práce je přehled v oblasti správců souborů, který pojednává o základ-
ních vlastnostech aplikací tohoto typu a popisuje nejznámější zástupce z této oblasti.
V rámci pokračujícího vývoje projektu by bylo vhodné přidat podporu pro práci s ar-
chívy, které by šlo procházet jako běžný adresář. Vzhledem k rozvoji Cloud computingu by
užitečným rozšířením funkčnosti bylo implementování klienta pro připojení k nejznámějším
webovým úložištím, které byly zmíněny v kapitole 2. Dalším návrhem je na základě zku-
šeností získaných během tvorby této práce vytvořit aplikaci pro mobilní operační systém
Android, která by uměla synchronizovat své nastavení s touto aplikací. Uživatelé by jistě
postupem času ocenili přidání podpory připojení pomocí protokolů FTP, SSH a dalších, na
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Příložené CD má následující strukturu:
• README - informace o překladu aplikace a seznam použitých knihoven
• xwosra00.pdf - soubor s touto bakalářskou prací v elektronické podobě
• /Src - zdrojové soubory výsledné aplikace
• /Doc - zdrojové soubory pomocí kterých lze vytvořit tato práce
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Příloha B
Řazení - použité zkratky
ASCnameType Řazení souborů a adresářů odděleně vzestupně
DESCnameType Řazení souborů a adresářů odděleně sestupně
ASCsize Řazení podle velikosti vzestupně
DESCsize Řazení podle velikosti sestupně
ASCtype Řazení podle type vzestupně
DESCtype Řazení podle typu sestupně
ASCdate Řazení podle data (soubory a adresáře dohromady) vzestupně
DESCdate Řazení podle data (soubory a adresáře dohromady) sestupně
ASCNameOnlySort Řazení podle jména (soubory a adresáře dohromady) vzestupně
DESCNameOnlySort Řazení podle jména (soubory a adresáře dohromady) sestupně
Tabulka B.1: Tabulka se zkratkami a vysvětlením způsobu řazení
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