We consider the problem of minimizing a continuously differentiable function of several variables subject to simple bound constraints where some of the variables are restricted to take integer values. We assume that the first order derivatives of the objective function can be neither calculated nor approximated explicitly. This class of mixed integer nonlinear optimization problems arises frequently in many industrial and scientific applications and this motivates the increasing interest in the study of derivative-free methods for their solution. The continuous variables are handled by a linesearch strategy whereas to tackle the discrete ones we employ a local search-type approach. We propose different algorithms which are characterized by the way the current iterate is updated and by the stationarity conditions satisfied by the limit points of the sequences they produce.
Introduction
In the paper we consider the following bound constrained mixed variable problem min f (x) l ≤ x ≤ u, x i ∈ Z i ∈ I z , (1) where x ∈ R n , l, u ∈ R n , and I z ⊆ {1, . . . , n}. We assume l i < u i , for all i = 1, . . . , n, l i , u i ∈ Z, for all i ∈ I z and f : R n → R to be a continuously differentiable function with respect to x i , i ∈ I z . We define the following sets, X = {x ∈ R n : l ≤ x ≤ u}, Z = {x ∈ R n : x i ∈ Z, i ∈ I z }, and assume throughout the paper that X is a compact set, hence l i and u i can not be infinite.
In [1, 3, 6, 14] a problem more general than (1) has been considered by allowing also for the presence of categorical variables. The algorithms proposed in the papers [1, 3, 6, 14] are based on the idea of alternating between a local minimization with respect to the continuous variables and a local search with respect to the discrete variables. The common feature of the methods is represented by the fact that the discrete neighborhood structure (that is needed to define the local search) is fixed a priori at every iterate. The cited papers substantially differ in the definition of the continuous minimization phase. In [6] this phase is carried out by a pattern search strategy for box constrained problems [17, 19] . In [14] a linesearch strategy for linearly constrained problems [16] is adopted to carry out the continuous minimization phase. A pattern search strategy combined with a filter approach [5] to tackle general nonlinear constraints has been proposed in [3] . Finally, in [1] for the general nonlinear constrained problem an extreme barrier penalty is adopted and a mesh adaptive direct search strategy [4] is used to force convergence.
In this paper we propose the use of linesearch-type algorithms to solve the problem. For the continuous variables we adopt a well-studied linesearch with sufficient decrease strategy [15] . For the discrete variables we propose the use of different local search procedures. They explore a discrete neighborhood of points whose structure is not defined a priori but it is adaptively determined by a linesearch-type procedure.
The paper is organized as follows. In Sect. 2 we introduce some definitions and relevant notations. Section 3 is the main part of the paper and is devoted to the definition and analysis of three different algorithms for the solution of Problem (1) . Finally, in Sect. 5 we draw some conclusions and discuss future developments.
Definitions and notations
We introduce the set of indices of continuous variables I c = {1, . . . , n} \ I z .
Given a vector v ∈ R n we introduce the following subvectors v c ∈ R |I c | and v z ∈ R |I z | given by
For every continuously differentiable function h : R n → R with respect to the continuous variables, we use the notation ∇ c h(x) ∈ R |I c | to denote the gradient of the function with respect to the continuous variables, namely:
∇ c h(x) = ∂h(x) ∂x i i∈I c .
We introduce the following definition of neighborhoods with respect to continuous and discrete variables. Given a pointx ∈ R n , let us define
Due to the mixed-integer nature of Problem (1), different definitions of a local minimum point can be envisaged. In this paper, we consider the following definition of minimum points for Problem (1) .
and, every pointx ∈ N z (x * ) ∩ X such that f (x) = f (x * ) satisfies (2) for some¯ > 0.
Proposition 2 essentially states that a minimum point of Problem (1) has to be stationary with respect to the continuous variables and, with respect to the discrete variables, it must be a local minimum within the discrete neighborhood N z (x * ).
With reference to Problem (1), we introduce the following definitions of stationary point and strong stationary point.
Definition 3 (Stationary point)
A point x * ∈ X ∩ Z is a stationary point of Problem (1) when it satisfies (3) and (4).
Definition 4 (Strong stationary point)
A point x * ∈ X ∩ Z is a strong stationary point of Problem (1) when it satisfies (3) and (4), and, for allx
We denote
where e i , i = 1, . . . , n, is the unit coordinate vector. Given x ∈ X, we denote by
We report two technical proposition whose proofs can be found, respectively, in [13] and [12] .
Proposition 5 For every
Proposition 6 Let {x k } be a sequence of points such that x k ∈ X for all k, and x k →x for k → ∞. Then, for k sufficiently large,
Algorithms for bound constrained mixed integer nonlinear optimization
This section is devoted to the definition of different algorithms for the solution of Problem (1) and to the analysis of their convergence properties. The first two algorithms are convergent towards stationary points of the problem. The first algorithm, that is called DFL (Derivative-Free Linesearch), explores the coordinate directions and updates the iterate whenever a sufficient reduction of the objective function is found. Hence it performs a minimization distributed along all the variables. The second algorithm, which is called DFL ord , carries out a minimization which is only distributed along the continuous variables while, along the discrete ones, it updates the iterate by choosing the coordinate that yields the largest objective function reduction. The last algorithm, SDFL, is convergent to strong stationary points. To achieve such a result, Algorithm SDFL performs a deeper investigation of the discrete neighborhoods by means of a local search procedure.
A distributed algorithmic scheme
In this subsection, we define the distributed derivative-free algorithm for bound constrained mixed integer problems. The basic ingredients of the method are the Continuous search and Discrete search procedures. They are needed to explore the coordinate directions associated with, respectively, continuous and discrete variables. The current point is updated as soon as a sufficient reduction of the objective function is achieved by one of the procedures. The Continuous search procedure is quite standard in a derivative-free context and we refer the interested reader to [15] . The Discrete search procedure is similar to the Continuous search but the sufficient reduction is governed by a control parameter ξ , which is reduced during the optimization process. In particular, the control parameter ξ is reduced whenever no discrete variable has been updated by the Discrete search procedure and the tentative steps along the discrete variables are equal to one. For this reason, the convergence properties of Algorithm DFL can be characterized only with respect to a particular subsequence of iterates. We denote withα i the tentative steps used to sample the objective function along the direction d i , with i = 1, . . . , n. Whenever the step must be reduced, a constant factor θ ∈ (0, 1) is adopted. Finally, x 0 denotes the starting point. The algorithm is described as follows. Then we formally define the Continuous search and Discrete search procedures. The Continuous search procedure is defined by specifying values for parameters γ
Step 1. Compute the largestᾱ such that y +ᾱd ∈ X ∩ Z. Set α = min{ᾱ,α}.
Step 2. If α > 0 and f (y + αd) ≤ f (y) − γ α 2 then go to Step 6.
Step 3. Compute the largestᾱ such that y −ᾱd ∈ X ∩ Z. Set α = min{ᾱ,α}.
Step 4. If α > 0 and f (y − αd) ≤ f (y) − γ α 2 then set d ← −d and go to Step 6.
Step 5. Set α = 0 and return.
Step 6. While α <ᾱ and f y
Step 7. Set α ← min{ᾱ, α} and return.
Discrete search (α, y, d, ξ ; α)
Step 2. If α > 0 and f (y + αd) ≤ f (y) − ξ then go to Step 6.
Step 4. If α > 0 and f (y − αd) ≤ f (y) − ξ then set d ← −d and go to
Step 6.
Step 6. While (α <ᾱ and
Step 7. Set α ← min{ᾱ, α} and return. and δ which are used, respectively, in the sufficient reduction criterion and for the expansion of the step.
At every iteration k Algorithm DFL, starting from the current iterate x k , explores all the coordinate directions and produces the intermediate points
, that is for the continuous variables, the actual steps α i k are computed and the tentative stepsα i k are updated as described in [15] . When i ∈ I z , the algorithm performs a Discrete search which is very similar to the Continuous search procedure except for the fact that the sufficient reduction is governed by the parameter ξ k . The updating formula of tentative stepsα i k is such that 1 ≤α i k ∈ Z.
. . , n, the sequences produced by Algorithm DFL. Then,
Derivative-free methods for bound constrained mixed-integer optimization
Proof In order to prove that Algorithm DFL is well defined, we have to ensure that both the Continuous search and Discrete search procedures, when performed along a direction d i k , with i ∈ {1, . . . , n}, terminates in a finite number j of steps. This is clearly true since, by the instructions of the two procedures,
and X, by assumption, is a compact set. Now we prove assertion (ii). For every i ∈ I c , we prove (8) by splitting the iteration sequence {k} into two parts, K and K . We identify with K those iterations where
and with K those iterations where α i k = 0 is produced by the Continuous search. Then the instructions of the algorithm imply
Taking into account the compactness assumption on X, it follows from (11) that {f (x k )} tends to a limitf . If K is an infinite subset, recalling that
Therefore, (10) and (12) imply (8) .
In order to prove (9), for each i ∈ I c we split the iteration sequence {k} into two parts, K 1 and K 2 . We identify with K 1 those iterations where the Continuous search procedure, along the direction d i k , returns an α i k > 0, for which we have:
We denote by K 2 those iterations where we have failed in decreasing the objective function along the directions d i k and −d i k . By the instructions of the algorithm it follows that for all
where θ ∈ (0, 1). If K 1 is an infinite subset, from (13) and (8) we get that
Now, let us assume that K 2 is an infinite subset. For each k ∈ K 2 , let m k (we omit the dependence from i) be the biggest index such that m k < k and m k ∈ K 1 . Then we have:
(we can assume m k = 0 if the index m k does not exist, that is, K 1 is empty).
As k → ∞ and k ∈ K 2 , either m k → ∞ (namely, K 1 is an infinite subset) or (k + 1 − m k ) → ∞ (namely, K 1 is finite). Hence, if K 2 is an infinite subset, (16) together with (15) , or the fact that θ ∈ (0, 1), yields
so that (9) is proved, and this concludes the proof of point (ii). Now we prove point (iii). By the instruction of Algorithm DFL the sequence {ξ k } is monotonically non-increasing, that is, 0 < ξ k+1 ≤ ξ k , for all k. Hence {ξ k } converges to a limit M ≥ 0. Let us suppose, by contradiction, that M > 0. If this were the case, then an indexk > 0 would exist such that ξ k+1 = ξ k = M for all k ≥k. Moreover, for every index k ≥k, a indexī ∈ I z (possibly depending on k) would exist such that
otherwise the algorithm would have set ξ k+1 = θξ k . Relation (18) implies f (x k ) → −∞ thus contradicting the assumption that f is continuous on the compact set X, and this concludes the proof.
By Point (iii) of the preceding proposition and the updating rule of parameter ξ k in Algorithm DFL, it follows that the set 
Proof For any accumulation point x * of {x k } H , let K ⊆ H be an index set such that lim k→∞,k∈K
Let us note that, by the instructions of Algorithm DFL, for all k ∈ K, (y n+1 k
Hence, for all k ∈ K, by recalling (19) , the discrete variables are no longer updated. Then the proof follows by analogous reasoning as in [15] . 
that is, no discrete variable is updated by the Discrete search procedure. Let us consider any pointx
Recalling the definition of y i k in Algorithm DFL and the definition of the discrete neighborhood N z (x), we have, for all k ∈ H and sufficiently large, that
Further, by Lemma 7, we have lim k→∞,k∈K
Then, (20) implies
Now, Proposition 6 guarantees that for k ∈ K and sufficiently large,
for all k ∈ K and sufficiently large. Hence, for k sufficiently large and k ∈ K,
Then, we have
Now, by (iii) of Lemma 7, and taking the limit for k → ∞, k ∈ K in (21), the result follows. Proof Point (i). Since {x k } H belongs to the compact set X, it admits limit points. The prove of point (ii) follows by considering Propositions 8 and 9.
Theorem 10
3.2 A partially distributed algorithmic scheme
In this subsection we introduce a partially distributed Algorithm DFL ord for bound constrained nonlinear mixed variable programming problems. The algorithm consists of two distinct phases. In the first one the continuous variables are updated by means of distributed linesearches thus returning a pointỹ. Then, in the second phase, starting fromỹ, the directions related to the discrete variables are investigated and the point that yields the best objective function reduction is returned. Differently from Algorithm DFL, the discrete search procedure only requires a simple reduction of the objective function. Algorithm DFL ord has slightly stronger convergence properties than DFL. Indeed, it is possible to show that every limit point of the sequence of iterates generated by the algorithm is stationary for Problem (1). However, these stronger convergence properties are balanced by a reduced flexibility in the discrete variables exploration.
Proposition 11
Let {x k } be the sequence of points produced by Algorithm DFL ord and x * be an accumulation point. Then
Proof The proof follows by analogous reasoning as in reference [15] .
Proposition 12
Let {x k } be the sequence of points produced by Algorithm DFL ord and x * be an accumulation point. Then,
Proof Let K be an index set such that lim k→∞,k∈K
By the instructions of Algorithm DFL ord , we know that the sequence {f (x k )} is monotonically non-increasing. Since by the stated assumptions the objective function is bounded from below, we have that {f (x k )} is convergent to a limit f * . Then, we also have that 
End For
End For
Setx k+1 = arg min

Let us consider any pointx
We suppose, by contradiction thatd is such that
with δ > 0. Let > 0, and consider the neighborhood B(x * ; ) such that
for all x ∈ B(x * ; ) ∩ X.
By considering (22) and point (ii) of Lemma 7, we have that, for k ∈ K and sufficiently large, y r+1 k ∈ B(x * ; ) ∩ X. Further, Proposition 6 guarantees that for k ∈ K and sufficiently large, an indexj > r exists such that a direction dj k ∈ D(x k ) ∩ D z can be found such that dj k =d and yj
The above relation along with (23) implies that
Then, Algorithm DFL ord would generate the new iterate x k+1 such that f (x k+1 ) ≤ f (x * ) − δ/2, thus contradicting the fact that {f (x k )} is convergent toward f (x * ) = f * .
Theorem 13
Let {x k } be the sequence of points generated by Algorithm DFL ord . Then,
(ii) every limit point of {x k } is stationary for Problem (1) .
Proof The proof of point (i) follows by considering that {x k } belongs to the set X which is compact by assumption. Point (ii) follows by considering Propositions 11 and 12.
An algorithm converging toward strong stationary points
In this subsection we propose another algorithm for the solution of Problem (1) and we prove that it is convergent to strong stationary points. In order to guarantee this stronger convergence property, a deeper investigation of the discrete neighborhood is carried out by a so-called "local search" procedure. The local search procedure first performs a linesearch along the direction related to a discrete variable. Then, if a point yielding a sufficient decrease of the objective function is found, it becomes the current point. Otherwise, if a point z is found which is promising, that is, not significantly worse in function value than the current point, a distributed search is performed starting from z. Algorithm SDFL along with the Local search procedure, generates some sequences and, in particular, the following sequences:
. . , n. Moreover, we remark that the Local search procedure can be viewed as a Discrete search enriched by a Grid search. More precisely, the Grid search is used to better explore the neighborhood of a promising point z with respect to the current point y, that is a point z such that f (y) − ξ ≤ f (z) < f (y) + ν.
Lemma 14 The Local search procedure is well-defined.
Proof In order to prove that procedure Local search is well-defined, we need to show that the condition at Step 3 is eventually satisfied. Let us assume, by contradiction,
). End For the condition at Step 3 is never satisfied. If this was the case, then we would get a contradiction with the compactness of set X. Proof In order to prove that Algorithm SDFL is well defined, we have to ensure that, when performed along a direction d i k , with i ∈ {1, . . . , n}, Step 1 and 2 of the Local search procedure are executed a finite number j of times, since by Lemma 14 we already have that the Local search procedure is well-defined. By the instructions of the Continuous search procedure, when Step 2 is executed, we have
Lemma 15 Let {x
then, the proof of point (i) follows by recalling that X, by assumption, is a compact set. Now we prove assertion (ii). For every i ∈ I c , we prove (25) by splitting the iteration sequence {k} into two parts, K and K . We identify with K those iterations where
Taking into account the compactness assumption on X, it follows from (28) that {f (x k )} tends to a limitf . If K is an infinite subset, recalling that
Therefore, (27) and (29) imply (25). In order to prove (26), for each i ∈ I c we split the iteration sequence {k} into two parts, K 1 and K 2 . We identify with K 1 those iterations where the Continuous search procedure, along the direction d i k , returns an α i k > 0, for which we have:
where θ ∈ (0, 1). If K 1 is an infinite subset, from (30) and (25) we get that
Now, let us assume that K 2 is an infinite subset. For each k ∈ K 2 , let m k (we omit the dependence from (i) be the biggest index such that m k < k and m k ∈ K 1 . Then we have:
(we can assume m k = 0 if the index m k does not exist, that is, K 1 is empty). K 1 is finite) . Hence, if K 2 is an infinite subset, (33) together with (32), or the fact that θ ∈ (0, 1), yields
so that (26) is proved, and this concludes the proof of point (ii). Now we prove point (iii). By the instruction of Algorithm SDFL the sequence {ξ k } is monotonically non-increasing, that is, 0 < ξ k+1 ≤ ξ k , for all k. Hence {ξ k } converges to a limit M ≥ 0. Let us suppose, by contradiction, that M > 0. If this was the case, then an indexk > 0 would exist such that ξ k+1 = ξ k = M for all k ≥k. Moreover, it would result
otherwise the algorithm would have set ξ k+1 = θξ k . Relation (35) implies f (x k ) → −∞ thus contradicting the assumption that f is continuous on the compact set X, and this concludes the proof.
By Point (iii) of the preceding proposition and the updating rule of parameter ξ k in Algorithm DFL, it follows that the set Proof Point (i) is proved by considering that {x k } H belongs to X which is compact by assumption.
Point (ii). Let x * be a limit point of {x k } H and K ⊆ H be an index set such that lim k→∞,k∈K
By recalling the definition of Strong Stationary Point, we have to show that x * satisfies (3) and (4), and, for allx
Recalling the fact that the Local search is an enrichment of the Discrete search defined in Sect. 3.1. Hence, the limit points produced by Algorithm SDFL surely satisfy Properties (3) and (4) which can be derived by using Propositions 8 and 9.
Now we have to show that (36) and (37) hold. For any choice ofx ∈ N z (x * ) ∩ X such that f (x) = f (x * ), and, reasoning as in Proposition 9, we can find a subsequence {z¯ı k } K , for some indexī ∈ {1, 2, . . . , n}, such that,
and, for all k ∈ K and sufficiently large, that
Let us consider any pointx
Then, (39) implies
Now, Proposition 6 guarantees that for k ∈ K and sufficiently large, a direction dj k ∈
Now, recalling (38) and that, by Lemma 15,
relation (37) follows by taking the limit for k → ∞, k ∈ K in (40), and considering that, by assumption, f (x) = f (x * ). Then we show that pointx is stationary with respect to the continuous variables, that is (36) holds.
For every k ∈ K, it results that
Taking the limit for k → ∞, k ∈ K in (42), and considering (38) and (41) and that, by assumption, f (x) = f (x * ), we obtain that
For every i ∈ I c such that
we have that w i+1 k = w i k and, by Lemma 15,α i k → 0, for all i ∈ I c . On the other hand, for those indices i ∈ I c such that
we have that w i+1 k 
Now, for k sufficiently large, D(x) ⊆ D(x k ). Since the grid search step in the Local search procedure explores, for every index i, both the directions e i and −e i . Thus, for every i ∈ I c andd i ∈ D(x), we can define η k as follows:
Then we can write
By taking the limit, for k → ∞ and k ∈ K, in the above relation and recalling that η k → 0, we obtain
which, by recalling Proposition 5, concludes the proof.
Numerical experience
In this section we report the results obtained using the two algorithms DFL and SDFL on a set of well-known test problems in continuous optimization which have been suitably modified by letting some variables assume only a finite number of values. In particular, for every even index i, variable x i ∈ X i with
First we use a set of test problems for local optimization [8, 10, 18] . On these problems we compare the performances of the proposed algorithms DFL, SDFL and of the state-of-the-art solver for derivative-free mixed integer nonlinear optimization NO-MAD release 3.4.1 [2, 11] . We remark that NOMAD is designed for more general optimization problems, as it does not require the objective function to be continuously differentiable, and allows nonsmooth constraints. Then we use a set of test problems for global optimization [7, 9, 20] in order to highlight the differences between DFL and SDFL. DFL and SDFL have been implemented in Fortran90. All the codes have been run on an Intel Core2 quad CPU 2.66 GHz with 4 GB main memory. DFL and SDFL have been run using a tolerance 10 −3 in the stopping condition on the trial steps along the search directions. As for NOMAD, all the experiments have been conducted by using its default parameters except for MIN_MESH_SIZE = 10 −3 to be comparable with the stopping condition of DFL and SDFL. tained function value (f * ) and the number of function evaluations required to satisfy the stopping condition (nF).
From Table 1 , we can notice that Algorithm DFL outperforms both SDFL and NOMAD in terms of function evaluations. Furthermore, in terms of final objective function values SDFL and NOMAD are comparable and perform slightly better than DFL, but SDFL is less expensive, in terms of function evaluations, than NOMAD. In order to better assess the improved convergence properties of algorithm SDFL with respect to DFL, we run the two codes on a set of global optimization problems. In Table 2 , we report such a comparison. Both methods perform identically on the Rastrigin problems. On all other test problems SDFL requires more function evaluations than DFL. On one problem the SDFL solution is slightly worse than that of DFL, but it is significantly better on five test problems. In summary, Tables 1 and 2 reveal that SDFL often outperforms DFL at the expense of additional function calls. The expense of a higher number of function evaluations.
Conclusions
In this paper we have addressed the bound constrained mixed integer problem. First, we have defined stationary and strong stationary points and then we have proposed different algorithms and proved their convergence properties. The first two algorithms converge toward stationary points whereas the last algorithm converges toward strong stationary points. All of the proposed algorithms are of the linesearch-type. Along the continuous variables we adopt a well-studied linesearch with sufficient decrease strategy. The algorithms differ in the local search procedure that is used to update the discrete variables. A common feature of the three algorithms is that they explore a discrete neighborhood of points whose structure is not defined a priori but it is adaptively determined by a linesearch-type procedure. Algorithm DFL performs a minimization distributed along all the variables, in the sense that the current point is updated as soon as a point yielding a sufficient reduction of the objective function is found. Algorithm DFL ord , first approximately minimizes the objective function with respect to the continuous variables. Then, the directions related to the discrete variables are investigated and the point that yields the best objective function reduction is returned. In this sense, DFL ord can be seen as a partially distributed linesearch algorithm. Finally, Algorithm SDFL, in order to guarantee stronger convergence properties, performs a deeper investigation of the discrete neighborhood by a local search procedure. In the paper, we also carried out a numerical experience with the algorithms DLF and SDFL and compared them with the well-known software package NOMAD. The results show the good behavior of the proposed algorithms and highlight the usefulness of the improved convergence properties of Algorithm SDFL.
As concerns future developments, we aim at extending the proposed approach to tackle the presence of general nonlinear constraints.
