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El reparto de mercancías es un problema recurrente en el campo de la ingeniería de 
los transportes. Se han formulado y planteado muchos tipos de problemas y se han 
desarrollado muchos y diferentes procedimientos resolutivos para obtener unas 
soluciones que, en muchos casos, no han sido ni únicas ni definitivas. 
El objetivo de esta Tesina radica en profundizar en el estudio del VRP con ventanas 
temporales en un entorno dinámico y tiempo-dependiente, escenario poco estudiado 
hasta ahora del problema de la distribución urbana de mercancías (DUM). Las 
ventanas temporales (Time Windows, TW) son franjas horarias en las que se debe 
realizar el reparto, esto es, condiciones de contorno que deben ser satisfechas. Se 
entiende por entorno dinámico aquel en el que la situación planteada en el problema 
evoluciona con el tiempo, de modo que no se tiene en ningún momento plena 
información de futuros acontecimientos. Con la tiempo-dependencia se introduce al 
problema la indisolubilidad de algunas propiedades con el tiempo. A efectos prácticos, 
en el caso de la DUM estas propiedades se ejemplifican con la introducción en 
cualquier momento de la jornada de reparto de nuevos clientes (entorno dinámico) y 
con las variaciones de la velocidad de los vehículos de la flota en función de la hora 
del día (tiempo-dependencia). 
Para cumplir dicho objetivo se implementa un método mediante un programa 
matemático-informático para resolver un caso estático, mucho más estudiado y con 
muchas más referencias con las que compararse. Se utiliza una batería de problemas 
conocida por los entendidos en la materia (batería de Solomon, 1987) para calibrar y 
validar el algoritmo propuesto. Acto seguido se genera un problema propio para el 
caso real (dinámico y tiempo-dependiente), y se aplica el algoritmo para diferentes 
grados de dinamismo y discretizaciones del tiempo. Los resultados obtenidos con este 
trabajo se tratan y se analizan, y con ello se percibe si el método creado para la 
resolución del caso real es válido, en qué medida lo es y para qué valores de 
dinamismo y de discretización del tiempo ofrece mejores soluciones. 
Analizados los resultados se concluye que el método utilizado es bueno aunque no 
supere los mejores obtenidos hasta el momento en la literatura científica específica. 
Una vez aplicado en el caso real, se ha observado la relación entre los grados de 
dinamismo y discretización del tiempo, que a más porcentaje de clientes dinámicos a 
hacer frente se necesitan más actualizaciones del conjunto de rutas y viceversa, sin 
descuidar el nivel de servicio ofrecido a los clientes. 
La Tesina que se presenta es, pues, novedosa en el trato de un problema mítico en el 
campo de la ingeniería de los transportes. Con ello se pretende contribuir al avance de 
nuevas técnicas resolutivas que desarrollen y optimicen un problema tan real y 
práctico como la distribución urbana de mercancías. 
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The delivery of goods is a recurrent problem in the field of transport engineering. Many 
types of problems have been formulated and created and consequently lots of different 
procedures for solving these problems have been developed. But many cases are 
neither unique nor definitive. 
The target of this thesis lies in the extent study of the VRP with time windows in a 
dynamic and time-dependent environment. The investigation of this scenario is very 
scant, specially at the problem of Urban Freight Distribution (UFD). All the requests are 
restricted in Time Windows (TW) which the delivery company must accomplish. The 
scenario of the problem studied is dynamic, this means that the presented situation 
changes over time, so the information is not known in advance. The time-dependency 
makes some factors be indissoluble with the time. For practical purposes in the case of 
the UFD, the exposed properties are exemplified by the introduction of new customer‟s 
requests all along the distribution day (dynamic environment) and the variation of the 
vehicle‟s celerity as a function of the time through the day (time-dependent factors).  
A resolution method has been implemented using a mathematical computing program 
with the goal to solve a static case. The research of static scenario is extensive and it‟s 
easy to find references to compare the obtained results during this Thesis. The 
calibration of the parameters and the validation of the method have been done using 
the problems created by Solomon (1987). Then, the author of this document has 
generated a problem that satisfies the characteristics of a real-life case (dynamic and 
time-dependent) with the aim to apply the algorithm to different degrees of dynamism. 
The dynamic problem has been solved by a time discretization (rolling horizon). The 
achieved results in this investigation are discussed and analyzed, and thus we seen if 
the developed method to solve the real-life case is valid and for which values of 
dynamism and time discretizacion provides better solutions. 
Once the results are analized we arrive to the conclusion that the proposed method is 
correct even if they don‟t arise to the best obtained by the scientific community. After 
the application of the method on a real-life case, we can observe the relation between 
the degree of dynamism and the time discretization. A greater percentatge of dynamic 
customers to cope more routing updates are needed and vice versa, without neglecting 
the service level offered to the clients. 
The presented thesis is innovative in the treatment of a mythical problem in the field of 
transport engineering. The aim is to contribute to the progress of new techniques to 
develop and optimize a problem the most similar to the reality of the urban freight. 
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El primer capítulo de la Tesina describe los principios básicos 
que han dado lugar a la realización de este estudio. Se expone 
la motivación en la que se sustenta la investigación, se 
especifican los objetivos perseguidos y se detalla la estructura 
de este documento. 
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Los núcleos urbanos juegan un papel muy importante en las sociedades modernas. La 
mayoría de la población, de las actividades y de los recursos se concentran en las 
ciudades, epicentros reales del crecimiento social y económico de los países. 
Esta importante concentración que se reproduce en todas las ciudades conlleva un 
importante desafío logístico en cuanto al abastecimiento de productos a sus 
habitantes, reto más complicado aún cuando la falta de espacio obliga a desplazar 
ciertas actividades al extrarradio, como por ejemplo ocurre en las densificadas urbes 
europeas. Éste es el campo de actuación de la distribución urbana de mercancías 
(DUM). 
El transporte de productos se realiza a diferentes escalas en función del tamaño del 
centro abastecedor y del receptor. En este sentido, la DUM constituye el último 
peldaño de la cadena de transportes, pero no por ello es menos importante. El reparto 
urbano ofrece al usuario final un servicio particular y puntual, y se desenvuelve en un 
entorno complicado en el que los espacios suelen ser reducidos. La importancia de 
este transporte se ejemplifica con los siguientes datos: la DUM constituye entre el 10 y 
el 18 % del tráfico y cerca del 40 % de la contaminación acústica y del aire de una 
ciudad (Directorate-General for Energy and Transport, 2006).  
El crecimiento paulatino de estos núcleos urbanos y de ciertas prácticas que afectan al 
transporte tradicional de productos1 hacen que la DUM sea cada vez más importante y 
presente. También los operadores logísticos optan por aumentar el volumen de reparto 
de mercancías movidos por cuestiones económicos ligadas a la falta de espacio en las 
ciudades (más transporte a costa de menos stock). 
Este desarrollo constante de la DUM pone aún más en relieve el desafío con el que se 
enfrenta este tipo de transporte. Se precisan nuevos procedimientos que sean 
capaces de afrontar unos escenarios aún poco conocidos y que se prevé que serán 
cada vez más importantes en un futuro no muy lejano. 
Uno de estos métodos innovadores es el problema del ruteo de la flota de una 
empresa de distribución. Esta clase de problemas representan una herramienta de 
optimización de recursos y de costes que no sólo ayudaría a superar los problemas 
directos de la DUM, sino que mejorarían les perspectivas económicas de las empresas 
del sector. Se trata de una vía de estudio “de laboratorio” con la que sería posible 
rentabilizar al máximo los recursos disponibles, disminuyendo la necesidad de 
vehículos y haciendo que éstos realizaran sus repartos de la forma más óptima 
posible. 
La Tesina que se presenta a continuación constituye un estudio, en lenguaje 
matemático-informático, de optimización del ruteo en la DUM. Se analiza el problema 
del caso real en el que cada cliente tiene su horario de entrega (ventanas temporales o 
Time Windows, usando terminología específica que se detallará más adelante) y en el 
que también las condiciones y las situaciones son cambiantes con el tiempo (son 
dinámicas y tiempo-dependientes). Se propone un método propio en el que el 
                                                           
1
 Por estas prácticas „innovadoras‟ se entiende, por ejemplo, el e-commerce (o comercio electrónico) en el que se 
compra por internet. Este tipo de compras  requiere de una entrega particular, distribución que tradicionalmente se 
realizaba personalmente y de „forma manual‟.  
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desarrollo de un algoritmo y de un problema real permite analizar un problema usual 
en el campo de la ingeniería de los transportes poco estudiado hasta el momento. Con 
este estudio se contribuye en una humilde medida a avanzar en la mejora del reparto 
de mercancías en un escenario urbano. 
1.2 Motivación 
La gestión óptima de los recursos disponibles ha sido desde siempre una cuestión 
fundamental para perfeccionar un servicio o un producto. Con una mejor asignación y 
un mejor uso de estos recursos se pueden obtener importantes beneficios que hagan 
avanzar el desarrollo de una actividad. Una empresa de distribución se sustenta a 
partir de una logística orientada a reducir costos y a dar satisfacción al cliente. La 
planificación se debe basar en información, situaciones y hechos los más precisos 
posibles. Hoy en día es importante adelantarse a los hechos, pero también es más 
difícil debido a todos los avances tecnológicos a los que estamos rodeados. Por lo 
tanto, se debe anticipar a los imprevistos para poder encararlos.  En este sentido, a lo 
largo de las últimas décadas ha habido una importante contribución científica en 
relación al progreso de las herramientas de optimización de las rutas de reparto de 
mercancías. Más aún en un contexto actual marcado por la crisis, en donde el ahorro 
que puede suponer una correcta asignación y gestión de los recursos contribuye al 
impulso de nuevas técnicas.  La distribución de mercancías es una cuestión que se ha 
venido estudiando largamente y sobre la que se ha avanzado mucho. La programación 
temporal de los vehículos utilizados es un problema de elevada complejidad que incide 
en los costes de operación del sistema y en el nivel de servicio ofrecido. 
No obstante, los mayores esfuerzos hasta el momento se han centrado en un modelo 
de problema en donde las condiciones de circulación y de demanda del servicio son 
estáticas, hipótesis no válidas en situaciones reales. En un escenario práctico las 
empresas logísticas experimentarían variaciones significativas de la velocidad de 
servicio a lo largo del día, y también recibirían nuevas comandas con sus restricciones 
temporales imprevistas al iniciar la jornada. 
En esta Tesina se abordará este contexto más real del ruteo de distribución urbana de 
mercancías. Inicialmente se validará el algoritmo propuesto con un caso estático, 
puesto que al ser el más común resulta más fácil poder comparar resultados. El 
siguiente paso es la clave del trabajo el que motiva el interés del estudio: analizar un 
caso dinámico y tiempo-dependiente, mucho más próximo a la realidad. El dinamismo 
y la tiempo-dependencia constituyen la principal novedad y el punto fuerte del estudio 
realizado con respecto a la mayoría de estudios hechos hasta el presente. Así, el 
método propuesto se adapta y se confecciona para resolver un caso poco estudiado, 
como es el VRP en un caso dinámico y tiempo-dependiente. 
El objetivo y la motivación que impulsan este documento es, pues, el hecho de 
contribuir, en la medida de lo posible, al avance de esta vertiente menos tratada del 
problema de cálculo de rutas. El reparto de mercancías es, en sí, una aplicación 
práctica de un problema mítico de la ingeniería del transporte.  
Desde el punto de vista personal, la motivación que me condujo a llevar a cabo este 
estudio fue doble. Por un lado, siempre me ha gustado mucho el programar mediante 
ordenador y el aplicar un lenguaje matemático e informático a la hora de solucionar 
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problemas. Por otro lado, los transportes son la rama de la ingeniería civil que más me 
interesa. Ante esta disyuntiva acudí a diferentes profesores de las secciones de 
Métodos Numéricos y de Transportes, y fue en esta Tesina propuesta por Miquel 
Estrada en donde encontré un justo equilibrio entre mis dos preferencias. Encuentro 
que he escogido un tema que se adapta muy bien a mis conocimientos y a mis 
intereses. 
1.3 Objetivos 
El presente documento tiene como objetivo principal el estudio de un problema clásico 
en el campo de los transporte (el Vehicle Routing Problem, VRP) bajo una óptica poco 
analizada hasta ahora como es la situación dinámica y tiempo-dependiente.  
El VRP es un problema (de hecho es un amplio conjunto y personalizaciones de 
problemas) en el que se trata de optimizar las rutas de una flota de vehículos para dar 
servicio a unos clientes. Es un problema de optimización combinatoria en el que se 
intenta dar el mejor servicio con los mínimos recursos empleados. Para ello se busca  
minimizar el coste total de operación, el tiempo total de transporte o la distancia total 
recorrida, el tiempo de espera, los vehículos usados, pero también maximizar el 
beneficio y el servicio al cliente, y equilibrar la utilización de los recursos. 
Si bien se lleva estudiando esta clase de problemas desde mitades del siglo XX, no se 
ha encontrado todavía una solución óptima. Existen numerosos estudios al respecto 
que tratan de dar una nueva interpretación y una nueva valoración al VRP, ofreciendo 
a la comunidad científica nuevos resultados en los que fijarse. 
La gran mayoría de los trabajos efectuados, no obstante, se caracterizan por tratar el 
problema bajo un punto de vista estático, esto es, con unas condiciones definitorias 
establecidas de antemano. La propuesta de esta Tesina es tratar de estudiar el VRP 
de forma dinámica y tiempo-dependiente. En un caso real una empresa de distribución 
de mercancías se puede encontrar con un nuevo cliente en cualquier momento del día, 
cliente que deberá ser satisfecho en su debido momento (problema dinámico). 
Además, ciertas características del servicio como la velocidad dependerán de la hora 
en que éste se realice, será tiempo-dependiente. 
La principal intención es proponer una herramienta eficiente para la optimización de 
las rutas de reparto en entornos dinámicos. Se desea analizar cómo afecta la 
introducción de diferentes grados de dinamismo a un algoritmo propuesto para 
solucionar este caso real, así como la discretización del tiempo y las más o menos 
frecuentes actualizaciones del sistema (updating). Al tratarse de un estudio poco 
común los resultados se analizarán sobre todo desde un punto de vista qualitativo para 
ver qué incidencias tienen en los resultados los diferentes factores de estudio 
(dinamismo, discretización del tiempo y updating). 
Con el trabajo presentado se busca dar una posible solución al problema del VRP 
contando con estas dos situaciones. Sin la pretenciosa intención de servir de 
referencia a la comunidad científica se busca profundizar en un campo inexplorado 
tratando de dar solución a una problemática real del mejor modo posible. 
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1.4 Estructura del documento 
El documento que se presenta está pensado y estructurado para responder a las 
principales líneas de investigación de la Tesina del modo más ordenado y directo 
posible. Se plantea desarrollar el cuerpo del texto y los resultados con la evolución 
lógica del estudio, de forma que se aprecie cómo ha ido evolucionando el trabajo hasta 
que se ha llegado a estas líneas. 
En primer lugar, el siguiente capítulo (Capítulo 2) sirve de introducción al estudio 
realizado. Un lector no muy habituado con los problemas de transporte agradecerá 
una puesta a punto acerca de la distribución urbana de mercancías (DUM), cómo está 
la situación actual, qué problemas se presentan y qué posibles soluciones puede 
haber. Del mismo modo se introducirá el Vehicle Routing Problem (VRP), problema de 
gran transcendencia en el campo de los transportes. Este problema presenta 
diferentes vertientes, y sólo unas de ellas son tratadas en esta Tesina. Se introducirán 
también los diferentes métodos de resolución del problema. 
Acto seguido se empezará a profundizar en el trabajo realizado. El estudio se 
desarrolla en un entorno poco tratado hasta ahora, entorno que se describe en el 
Capítulo 3. El tipo de problema que se analiza se formula y se calibra primero en un 
caso estático, para luego ser ejecutado en un caso real caracterizado por un medio 
dinámico y tiempo-dependiente. Estos entornos se definen en este tercer capítulo. 
En este mismo Capítulo 3 se detalla la metodología de resolución adoptada y se 
expone el algoritmo desarrollado. Se propone un método propio que se sustenta 
primero en el algoritmo de Clarke & Wright para encontrar una solución inicial y luego 
en el algoritmo metaheurístico de Tabu Search para mejorarla. Finalmente, en el 
último subapartado de este capítulo se propone la manera de adaptar el modelo 
propuesto al entorno dinámico y tiempo-dependiente del caso real descrito con 
anterioridad. 
Una vez planteado el método que se pretende desarrollar se aplica a una batería de 
problemas ya existente y conocida como es la batería de Solomon (1987). La intención 
con este paso es calibrar y validar el método propuesto para certificar su correcta 
aplicación y para ajustar las parámetros a su valor óptimo. Éste es el objeto del 
Capítulo 4. 
El desarrollo del estudio realizado exige que el siguiente movimiento a efectuar sea la 
aplicación del algoritmo al grado real, movimiento que centra el Capítulo 5 de la 
Tesina. Como se ha comentado, un caso real es dinámico y tiempo-dependiente, es 
decir, se tiene que adaptar a las situaciones que se van presentando en las 
condiciones que se presenten. Este capítulo es el punto fuerte del estudio realizado, 
pues introduce la principal novedad al problema como es el escenario dinámico y 
tiempo-dependiente. Esto se conseguirá para distintos grados de dinamismo y para 
diferentes discretizaciones del tiempo. 
Finalmente, el documento se cierra con unas conclusiones en que se destacan los 
principales hilos argumentales, resultados y observaciones realizadas a lo largo del 
estudio. Se dejará para los Anejos la presentación de de toda esa información 
complementaria que se estime oportuna. 
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2 Estado del arte 
  
CAPÍTULO 
Estado del arte 2 
Este capítulo recoge el estado del arte estudiado en la Tesina. 
Primeramente se describe la situación actual de la distribución 
urbana de mercancías, explicando sus problemáticas y 
estratégias de mejora. 
Seguidamente, se entra en un campo más operativo donde se 
describe el proceso de distribución de mercancías, los 
diferentes tipos de condicionantes que existen para clasificar 
los problemas de rutas y se finaliza con los diferentes modelos 
de resolución existentes. 
Nos centraremos también en los conceptos dinámico-estático y 
dependencia del tiempo, ya que en los siguientes capítulos se 
hará frente con este tipo de condiciones y restricciones 
temporales. 
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2.1 Situación actual de la Distribución Urbana de Mercancías (DUM) 
2.1.1 La problemática de la DUM 
El transporte por carretera representa el único modo de distribución capilar para bajos 
volúmenes de mercancías.  A medida que la escala del envío se reduce, o en función 
de ciertas particularidades que pueda tener el mismo, la carretera constituye la opción 
más efectiva, rentable y, a veces, la única por delante de sus modos competidores 
(marítimo, aéreo y, en menor medida, férreo). 
La flexibilidad es una de las características básicas del transporte por carretera. La alta 
oferta existente permite que un pedido sea atendido de forma inmediata. Otra de las 
ventajas es la posibilidad de ofrecer un servicio puerta a puerta en la que se conecta el 
almacén y el destino directamente y sin pasos intermedios. Esta flexibilidad y esta 
capacidad de llegar a cualquier punto hacen que el transporte por carretera sea el que 
más posibilidades brinda para aprovechar el retorno en vacío. 
Una parte muy importante de este transporte de mercancías se realiza en la zona de 
influencia o dentro mismo de una ciudad. La distribución urbana presenta los atributos 
propios del transporte por carretera, pero amplifica sus efectos negativos. Las 
externalidades, como la congestión y la contaminación, aumentan en unos espacios 
reducidos en los que las vías son más estrechas y están más colapsadas, y en las que 
el aire permanece más estancado. La distribución de mercancías se resiente 
acusando especialmente los problemas derivados de la congestión (servicios más 
lentos) y de la falta de espacio para zonas de carga y descarga. 
Otra de las particularidades del sector del transporte por carretera (y, por extensión, de 
la distribución urbana) es la gran atomización que presenta en España. Gran parte de 
las muchas empresas transportistas son pequeñas (incluso familiares), poco 
profesionalizadas y con una flota escasa.  El número de profesionales del sector es 
elevado pero a la altura de países como Francia y Alemania; por el contrario, estos 
transportistas se dividen en un muy mayor número de empresas.  
 
Fig. 2.1   Empresas y trabajadores del sector del transporte de mercancías en diversos países de Europa. Fuente: 
Apuntes de Logística y Terminales de Transporte de 5º curso de Caminos. 
Esta elevada oferta genera una gran competencia entre empresas de pequeño tamaño 
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esta pugna por poner un importe menor desciende la rentabilidad del transportista y 
con ella la calidad del servicio.  La innovación en este campo también se ve afectada 
pues se dedican menos esfuerzos a mejorar las condiciones y las prestaciones del 
envío y más al poder bajar su coste. Se suelen crear bolsas de transportistas en las 
que se subcontratan fases del transporte a precios bajos, reduciendo aún más la 
rentabilidad del profesional del sector. 
La distribución urbana genera mucho movimiento de diferente tamaño pues las 
mercancías se deben repartir por un lado a los centros de comercio (vehículos de gran 
tamaño) y a domicilios (vehículos más reducidos), por el otro. En este sentido se debe 
tener en cuenta que el transporte por carretera carece de economías de escala, pues 
la capacidad de los camiones y de las furgonetas es limitada. 
La operativa en sí de la DUM (esto es, la propia realización del reparto) presenta 
también complicaciones en su puesta en obra. Uno de los principales problemas es el 
carácter aleatorio de la demanda. Parte de las solicitudes se pueden saber de inicio o 
planear de antemano, pero en muchas otras ocasiones se reciben peticiones en 
cualquier momento que deben ser satisfechas. Esta aleatoriedad de la demanda 
refuerza la importancia de plantear soluciones dinámicas a los problemas de la 
distribución urbana, soluciones que se puedan adaptar a la realidad en todo momento. 
Desde el punto de vista del operador logístico, la falta de espacio físico y los bajos 
costes del transporte hacen que cada vez se tienda más a reducir el stock de 
productos y a aumentar la distribución de los mismos. La problemática se agudiza 
sobre todo cuando se utiliza e-commerce (electronic commerce). Consiste en la 
actividad de la compra-venta o de los intercambios de productos, servicios e 
información via internet. Este tipo de actividad complica el reparto usual de mercancías 
puesto que son normalmente compras no planeadas ni realizadas por clientes 
habituales y de confianza.  Estos pedidos pueden ser requeridos en cualquier 
momento, y son muy difíciles de predecir por el operador logístico ya que dependen de 
la voluntad puntual de cliente. Suelen ser paquetes de tamaño pequeño que reclaman 
un servicio instantáneo y que pueden reproducirse en cualquier parte. Estas 
demandas impredecibles ponen en relieve la importancia de la distribución dinámica 
ya que pueden surgir repartos en cualquier momento y sitio, debiendo adaptar el 
operador su estrategia constantemente. Este tipo de práctica es cada vez más 
utilizado en la actualidad acentuando la necesidad por parte de las empresas 
distribuidoras de gestionar sus flotas de un modo eficiente y dinámico para hacer 
frente a la realidad cambiante del entorno urbano.  
Vista la situación de los transportistas y de los operadores logísticos, el estudio del 
ruteo para la distribución urbana coge protagonismo. En un entorno con unas fuertes 
condiciones de externalidades (congestión y contaminación) y destinado a reducir 
costes y a rentabilizar los servicios efectuados, la búsqueda de una asignación 
correcta de recursos constituye un aspecto fundamental para optimizar el servicio y 
mejorar el producto y el beneficio final. 
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2.1.1.2 Problemas pragmáticos en la operativa de la DUM 
La distribución urbana de mercancías padece una serie de restricciones y problemas 
asociados que dificultan su óptimo funcionamiento. Además de estas limitaciones 
impuestas para reducir los impactos en la ciudad, la DUM coexiste también con otro 
tipo de restricciones de carácter marginal, asociadas con las deficiencias propias de 
cada ciudad, principalmente la excesiva carga del vial público debido a una creciente 
solicitación del mismo, o el mal condicionamiento espacial y dimensional del vial para 
una efectiva DUM. 
Además de los impactos mediambientales y las restricciones espaciales y temporales 
con que debe lidiar la DUM, destacan los problemas asociados a la misma. La 
congestión de las calles de las ciudades causa graves problemas para el tráfico y para 
la DUM en concreto. Ésta se ve agravada por la falta de información rápida y efectiva 
de los problemas de congestión que padece una ciudad, dificultando la elección de 
rutas alternativas más rápidas por parte de los conductores y la consecuente 
redistribución del tráfico por diferentes calles de la ciudad. 
Otros problemas son los asociados con el consumidor o receptor de las mercancías. 
La tendencia de muchos establecimientos es reducir sus superficies de almacenaje 
para convertirlas en superficies de venta. Ello repercute en que no se pueden realizar 
entregas de gran volumen, y que por lo tanto los repartos deben ser más frecuentes y 
más pequeños. Si a esto le añadimos la responsabilidad de las empresas 
distribuidoras en cumplir los tiempos de entrega, que cada vez son más exigentes, nos 
encontramos en que las compañías no pueden optimizar sus rutas, y deben ceñirse al 
guión impuesto por los horarios de entrega. 
El desconocimiento previo de la hora de la demanda y de su cantidad solicitada 
dificultan la operativa de la DUM. La variación temporal de la demanda hará que la 
flota esté más requerida y se muestre más justa en las horas punta, mientras que en 
las horas valle sobrarán efectivos. Esta problemática se acrecenta cuando se tiene en 
cuenta la congestión del tráfico, algo habitual en las horas punta y que acentúa la 
importancia de tratar el problema de modo tiempo-dependiente. Esta misma variación 
temporal se observa de modo estacional: la demanda en los meses de verano no será 
la misma que en el resto del curso, precisándose varias estrategias con las que 
afrontar diferentes períodos del año. Resulta lógico pensar también que una 
variabilidad espacial de la demanda (no todos los barrios de una ciudad tendrán la 
misma densidad de habitantes ni de facilidades de un determinado servicio) pueda 
afectar la distribución de las mercancías. Finalmente, la multiplicidad de orígenes 
(centros distribuidores) y de destinos (clientes a los que abastecer) es otro de los 
inconvenientes que se pueden presentar en la DUM. 
2.1.2 Estrategias de mejora de la DUM 
La distribución de mercancías es una cuestión cada vez más importante en las urbes 
modernas. La mayor parte de la producción industrial se destina a satisfacer las 
necesidades y las voluntades de una población que se aglomera en las ciudades y en 
sus alrededores. El transporte urbano de estas mercancías es, pues, totalmente 
indispensable para poder abastecer a estos núcleos densificados. En este sentido se 
calcula que la distribución urbana constituye del 10 al 18 % del tráfico y representa el 
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40 % de la contaminación acústica y del aire de las ciudades (Directorate-General for 
Energy and Transport, 2006). 
Ante este panorama y las problemáticas vistas en el apartado anterior sobre el 
transporte urbano de mercancías urge la necesidad de estudiar posibles soluciones 
que mejoren la situación actual. Así, por ejemplo, a través del Transport Research 
Knowledge Center de la Dirección General para la Movilidad y el Transporte de la 
Comisión Europea se están promoviendo estudios en el campo de la distribución 
urbana de mercancías para tratar de dar una respuesta común a los problemas 
observados en toda Europa sobre este asunto. 
Ante estos grandes problemas originados y/o aumentados por el transporte urbano de 
mercancías se han propuesto diferentes soluciones. Se debe destacar, ya de inicio, 
que ninguna de ellas por separado produciría grandes mejoras, sino que se trata de un 
pack de medidas que, cada una en su nivel, contribuiría de modo global a mejorar el 
escenario actual. 
Primeramente, y por lo que a los inconvenientes medioambientales se refiere, se trata 
de adaptar las flotas a las necesidades y a las tecnologías existentes. Así, los 
vehículos que funcionan con electricidad o con gas natural son una buena medida 
para reducir los problemas derivados de la contaminación ambiental y acústica. La 
escasa disponibilidad de los mismos y las difíciles prestaciones que presentan 
constituyen un inconveniente a su uso mayoritario a día de hoy. No obstante, otras 
vías pueden ser analizadas. Frente el gran volumen de pequeños envíos que se 
efectúan se puede optar por una estrategia de concentración de productos 
necesitando menos vehículos para su distribución. El uso de vehículos especializados 
(transporte de materiales frágiles, productos sensibles a las temperaturas...) puede 
ayudar a este efecto. 
No obstante, las medidas más interesantes a analizar para el propósito del presente 
documento son las que se refieren a innovaciones de carácter estratégico y operativo 
sobre el reparto urbano de mercancías. Una primera propuesta es la creación y la 
consolidación de los denominados centros de distribución urbana (CDU). Se trata de 
unos espacios dedicados a las operaciones logísticas asociadas a la distribución 
urbana en los que se facilitan las operaciones de carga y descarga y se ofrecen 
servicios de stock a los comerciantes (González-Dalmau y Robusté, 2002). Con estos 
centros se podrían reducir los factores punta de su área de influencia abastecida. Sin 
embargo, para que sean realmente efectivos estos centros deben tener un radio de 
acción limitado, necesitándose varios CDU para suministrar correctamente la ciudad. 
El elevado precio del espacio en estas urbes dificulta la aplicación de esta estrategia, 
pues el precio del m2 construido en la ciudad (y especialmente en las zonas más 
dinámicas) es bastante superior al coste asumible por los centros de distribución. 
Otra estrategia a seguir por parte de los operadores logísticos es precisamente la que 
se persigue en esta Tesina (en la medida de lo posible): el uso de los sistemas de 
transporte inteligente (STI) y de las tecnologías de la información y la comunicación 
(TIC). Es a partir de estos procedimientos más teóricos y de laboratorio que se podrían 
optimizar y minimizar los recursos para la distribución urbana, ya que con una correcta 
asignación de los mismos se obtendrían resultados similares o mejores con menos 
efectivos. La programación dinámica con información a tiempo real del tráfico y del 
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estado de las calles se muestra como el canal a seguir para la aplicación de estas 
nuevas estrategias. En este sentido, las TIC deben ser los medios con los cuales 
recopilar información a tratar y a analizar, mientras que con los STI se procesarían los 
datos obteniendo resultados óptimos. Desde el Transport Research Knowledge Center 
se incide incluso en el hecho de estandarizar la información recogida, pues los 
problemas derivados de la distribución urbana son comunes en muchas ciudades de 
diferentes países y el estudio y la aplicación de medidas comunes puede ser muy 
beneficioso. El futuro de estas estrategias debe tender a poder monotorizar una flota 
de vehículos de reparto desde un centro de distribución con plena información a 
tiempo real que minimice los recursos, los costes y las externalidades propios del 
transporte de mercancías en una ciudad. 
2.2 Fases de la distribución de mercancías 
Los problemas de distribución de mercancías y de diseño de un sistema de rutas de 
transporte se dividen en tres etapas: 
 Fase estratégica. Es la fase en la cual se decide el número, la localización y el 
tamaño de las terminales de reparto. Una localización óptima de éstas es 
fundamental para conseguir una red de distribución eficiente. 
Para ello se han de identificar los puntos del territorio donde se puedan ubicar 
las terminales y, posteriormente, escoger las situaciones óptimas. Los factores 
que condicionan esta ubicación son muy variados pero se pueden agrupar en: 
producción, mercado, intervención de la administración y naturaleza del 
negocio. 
Los criterios que decidirán finalmente la situación geográfica de las terminales 
de reparto son: 
- Costes de: 
 Proximidad a la demanda, a las materias primas o proveedores, 
etc. 
 Suelo, impuestos y construcción. 
 Efectos legales i medio-ambientales. 
- Nivel de servicio 
- Otros (factores cualitativos, subjetivos, políticos, etc.) 
Esta fase se planifica a largo plazo. Se considera largo plazo un periodo de 10 
años. 
 Fase táctica. Es la fase en la que se decide el tipo y la capacidad de los 
vehículos y el intervalo horario durante el que se realizarán los envíos. Existen 
diferentes tácticas de distribución de mercancías: 
- De un origen a un destino. Consiste en el envío directo entre dos 
puntos: el punto de origen (depósito o almacén) y el punto de recepción 
(destino o clientes). Cada destino se sirve una sola vez por un único 
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vehículo. Esta táctica implica recorridos muy elevados y la necesidad de 
una gran flota. 
Este tipo de distribución solo se utiliza cuando los costes del transporte 
son reducidos o la demanda del cliente puede llenar la capacidad del 
vehículo. (Apuntes de Logística y Terminales de Transporte) 
- Envíos Hub&Spoke. Consiste en la utilización de centros de 
consolidación de carga (hubs) que reciben las mercancías de diferentes 
orígenes y, a la vez, las distribuyen a los diferentes destinos. 
- De un origen a muchos destinos. Consiste en realizar una partición de 
la región de servicio en zonas de reparto (clusters) y crear centros de 
consolidación de carga (hubs) para cada zona. De tal manera, que cada 
cluster tiene su hub que sirven a sus correspondientes clientes. En la 
siguiente figura 2.2 se refleja la región partida en zonas de reparto.  
 
Fig. 2.2   Zonas de reparto. Fuente: Robusté, 2005. 
 
Fig. 2.3   Etapas de reparto con paradas múltiples. Fuente: Robusté, 2005. 
Los vehículos parten del hub con su capacidad llena de mercancía, 
distribuyen los pedidos a tantos clientes como capacidad tienen, sin 
realizar paradas intermedias, y vuelven vacíos al origen (fig. 2.3) 
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- De muchos orígenes a muchos destinos. Las redes logísticas de 
muchas empresas de transporte están configuradas por una serie de 
servicios de transporte con orígenes y destinos en el área de actuación, 
que aseguran, a través de unas determinadas frecuencias y capacidad 
de los vehículos, un plazo de entrega y un precio adecuado al cliente. 
La viabilidad del sistema exige la sustentación de los servicios en 
puntos de ruptura de las cadenas origen/destino (habitualmente para 
manipulación y clasificación de la mercancía) estratégicamente 
localizados en el territorio. Estos puntos de ruptura son las 
delegaciones y los centros de carga o hubs. El número y la ubicación de 
los hubs determinan la configuración de la red de distribución física, 
mientras que los servicios dependen de la tipología de los vehículos 
(capacidad), sus frecuencias y la meta de plazo de entrega ofrecido. 
 Fase operacional. Es la fase en que se diseñan las rutas de reparto. Para 
poder diseñar el conjunto de rutas se han de tener en presentes los siguientes 
factores: 
- Flota. Se ha de conocer el número de vehículos y su capacidad límite 
para que se puedan realizar todas las entregas.  
- Densidad de clientes. Factor que acostumbra a estar sometido a 
variación diaria. Está relacionado con el número de vehículos. 
- Restricciones de capacidad. Capacidad finita de los vehículos que límita 
la asignación de nuevas demandas. 
- Horarios de entrega. La jornada laboral del conductor y ventanas 
temporales de reparto para cada cliente son limitaciones y 
responsabilidades que se deben cumplir a la hora de diseñar las rutas.  
2.3 Clasificación de los tipos de problemas de Cálculo de Rutas 
El origen de los problemas de cálculo de rutas pertenece al problema de TSP 
(Travelling Saleman Problem – Problema del viajante de comercio) donde un vendedor 
recorre todos los nodos a los que ha de servir. A partir de este problema fueron 
surgiendo nuevos escenarios añadiendo más dificultades y variables, obligando a los 
investigadores a desarrollar nuevos métodos de búsqueda del mejor enrutamiento de 
nodos hasta llegar a la familia del VRP (Vehicle Routing Problem – Problema del 
Ruteo de Vehículos). La siguiente figura 2.4 muestra algunos de los modelos más 
utilizados por la Investigación en Operaciones: 
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Fig. 2.4   Evolución de los problemas de cálculo de rutas. Fuente: Escuín, 2010. 
Solamente se muestran los problemas de más relevancia científica, ya que existen 
muchos más que son en su mayoría uniones de dos o tres problemas (ventanas, 
entregas, recogidas, etc.). Los estudios de ámbito estático han ocupado un largo 
horizonte temporal -más de 40 años- y se siguen analizando ampliamente en nuestros 
días. La versión dinámica de cada uno de estos problemas se está extendiendo cada 
vez más, aunque es tan escasa que existen todavía versiones dinámicas no tratadas. 
La tabla siguiente muestra una breve descripción de cada uno de los problemas de la 
figura 2.4: 
Tabla 2.1   Breve descripción de los problemas más conocidos de cálculo de rutas. Fuente: Escuín, 2010. 
Problema Descripción 
TSP El problema del viajante de comercio, Travelling Salesman Problem, consiste en 
que un vendedor debe visitar una sola vez un número determinado de nodos y ha 
de volver al almacén donde comenzó su viaje. La ruta debe ser tal que la distancia 
recorrida sea mínima. 
m-TSP Variable del TSP donde se trata de construir m rutas, una para cada viajante. 
Cada viajante debe ser visitado una sola vez. Las rutas comienzan y finalizan en 
el mismo cliente denominado depósito. 
CPP El problema del cartero chino, Chinese Postman Problem, constituye uno de los 
ejemplos en los que la demanda está repartida a lo largo de los arcos de un grafo 
y no a nivel de nodo como en el problema TSP. El problema consiste en que dado 
un grafo conexo, se trata de cubrir todas las aristas minimizando la distancia 
recorrida (permitiéndose recorrer los arcos del grafo varias veces). El problema 
clásico donde los arcos no están orientados se transforma en un problema NP-
Completo y se debe resolver mediante técnicas heurísticas. 
VRP El VRP, Vehicle Routing Problem, es una generalización del m-TSP, donde 
existen una demanda asociada a cada nodo y una capacidad determinada de 
transporte por cada uno de los vehículos. El objetivo puede ser reducir al mínimo 
el número de rutas, la distancia recorrida o una combinación de ambos criterios. 
MDVRP Este problema es una de las primeras extensiones del VRP en donde tienen 
cabida más de un depósito. En el MDVRP, Multiple-Depot Vehicle Routing 
Problem¸ hay que asignar, no solamente clientes a vehículos, sino vehículos a 
depósitos. No se trata de varios VRP sino se trata de un problema en su conjunto. 
Los vehículos parten de los depósitos asociados y deben regresar al lugar de 
partida. El objetivo sigue siendo nuevamente minimizar la flota de vehículos, las 
distancias o los tiempos de viaje.  
 
TSP m-TSP CPP VRP 
   
        
       
Estático 
  
MDVRP PDVRP VRPTW SDVRP PVRP 
 GVRP 
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VRPTW El VRPTW, Vehicle Routing Problem with Time Windows, trata del VRP con 
ventanas temporales, es decir, los clientes imponen una ventana temporal para 
realizar la entrega: ningún vehículo puede llegar a ellos más tarde del final de la 
ventana temporal (o cierre del horario de servicio) y, en caso de que la llegada se 
produjese antes del comienzo de ventana, el vehículo debería esperar hasta el 
inicio de la misma. En este caso las ventanas son duras, ya que no pueden 
violarse. En caso de permitir añadir ventanas más amplias y permitir violar las 
duras con penalización, se dice que el problema tiene ventanas flexibles. 
PDVRP El PDVRP, Pickup and Delivery Vehicle Routing Problem, modela tanto la entrega 
como la recogida de mercancías. En este caso, la restricción de carga total de un 
vehículo también debe verificarse durante el proceso de llenado del mismo 
durante las recogidas. En algunos casos se plantea que durante el trayecto de un 
vehículo la recogida de mercancía en un cliente sea entregada a otro antes del 
regreso al almacén. Otras posibles situaciones estudiadas serían la obligación de 
realizar todas las entregas antes de comenzar las recogidas. 
SDVRP En este modelo, Split Delivery Vehicle Routing Problem, se permite que un mismo 
cliente pueda ser servido por más de un vehículo. Esta característica es muy 
importante en sistemas de distribución de grandes productos y cuya casuística 
viene impuesta por la capacidad de los vehículos. 
PVRP En el caso del PVRP, Periodic Vehicle Routing Problem, el problema de cálculo de 
rutas se generaliza permitiéndose la realización de M períodos de tiempo, con lo 
que no se obliga a cada vehículo a regresar al almacén o se permiten múltiples 
salidas de los vehículos de los almacenes. 
GVRP Es uno de los últimos modelos acontecidos en la comunidad científica. El GVRP, 
General Vehicle Routing Problem¸ pretende unificar en un solo problema todoas 
las consideraciones anteriores (ventanas, múltiples depósitos, entregas, 
recogidas, periodos) e incluso consideraciones más restrictivas como son las 
compatibilidades entre clientes y vehículos (zonas de reparto, tipos de 
mercancías, etc.) 
DVRP El DVRP, Dynamic Vehicle Routing Problem, presenta una dimensión totalmente 
diferente al resto de los problemas anteriores. Algunos datos no se conocen y se 
van revelando simultáneamente al movimiento de los vehículos. Cualquier 
problema de cálculo de los de antes se puede modelar dinámicamente lo que 
implica cambios sustanciales en el modelo y en su resolución. 
 
Todos ellos son de carácter estático, pero se pueden convertir en dinámicos si 
definimos qué datos del problema no son conocidos por adelantado: las órdenes, las 
demandas, las franjas horarias, los tiempos de viaje… Cualquier dato del problema 
puede ser dinámico. De la misma forma, también pueden ser tiempo-dependientes, ya 
que los datos pueden variar según la hora en que se utilizan.  
2.3.1 Definiciones y conceptos 
En este subapartado se definen una serie de conceptos importantes para entender las 
diferentes clases de problemas que se pueden generar en la distribución de 
mercancías. Los principales conceptos se presentan en la tabla 2.2 y hacen referencia 
al tipo de información que recibimos antes y durante el proceso de distribución. 
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Tabla 2.2   Definición de los principales conceptos de los problemas de ruteo. 
Concepto Definición 
Entorno estático/dinámico Se habla de un entorno estático cuando la información de 
los clientes, de la flota, de los almacenes… se conoce antes 
de iniciar el cálculo de rutas. Por lo tanto, los vehículos 
saben la ruta que deben seguir durante todo momento. En 
cambio, en un problema de entorno dinámico la información 
se va desvelando durante la ejecución del actual conjunto 
de rutas y mientras los vehículos están en movimiento. 
Variables estocásticas/deterministas En un problema pueden existir variables que se definen a 
partir de algún tipo de distribución aleatoria. A este tipo de 
variables se les llama estocásticas. Por el contrario, si las 
variables son conocidas, antes o durante el proceso, se les 
llama variables deterministas. 
Información 
dependiente/independiente del tiempo 
La información no siempre se mantiene constante durante 
toda la jornada de distribución. Existen variables que 
dependen del instante en que actúan, como por ejemplo la 
velocidad de servicio que varía en función del tráfico 
existente, es decir de la hora en que se realice el recorrido. 
Todas las variables que dependan del instante en que 
actúen son dependientes del tiempo. Por otra parte, la 
información de, por ejemplo, la demanda de un cliente es 
independiente del instante en que se viaje. 
 
Psaraftis (1995) utiliza la siguiente definición de problema dinámico: “un problema es 
dinámico si la información (input) es conocida o actualizada por el sistema de decisión 
concurrentemente con la determinación de las rutas”. Por el contrario, la definición de 
problema estático es: “un problema en el cual todos los inputs se conocen antes de la 
determinación de las rutas y estas no cambian posteriormente”. En la definición 
anterior, Psaraftis (1995) hace hincapié también en el empleo de la palabra problema. 
Por problema no se refiere a los problemas reales acontecidos en el mundo (la 
mayoría de los cuales son dinámicos) sino más bien al abstract del problema que se 
define mediante su correspondiente modelo analítico ó ideal. 
Es importante diferenciar el concepto dinámico del de dependiente del tiempo. Algunos 
autores (Gianpolo et al., 2003) denominan dinámicos a los problemas dependientes 
del tiempo cuando se demuestra que son esencialmente estáticos. ¿Cómo diferenciar 
estos términos que pueden ser confusos? Si las variables se pueden calcular por 
adelantado antes de la fase de cálculo y optimización y sin necesidad de re-cálculos 
posteriores entonces serán variables que dependen del tiempo, y el problema será 
estático. Ahora bien, si las variables se descubren durante la ejecución de la solución y 
conlleva a modificar el conjunto de rutas, éstas serán variables dinámicas. 
A continuación se presentan las características principales que diferencian de los 
problemas dinámicos de los estáticos (Psaraftis, 1988 y 1995): 
1. La información futura puede ser imprecisa o desconocida 
2. El conocimiento del tiempo es esencial 
3. Las rutas suelen ser abiertas 
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4. Los eventos a corto plazo son más importantes 
5. Los mecanismo de actualización de la información son esenciales 
6. Se deben garantizar los métodos de reasignación y re-secuenciado de rutas 
7. Son necesarios menores tiempos de computación 
8. Son esenciales los mecanismos de prórroga indefinida 
9. La función objetivo puede ser diferente 
10. Las restricciones de tiempo pueden ser diferentes 
11. Poca flexibilidad de ajustes posteriores a los cálculos 
12. Las consideraciones sobre teoría de colas pueden ser importantes 
A partir de la combinación de estos conceptos podemos diferenciar los tipos de 
problemas que tenemos: 
Tabla 2.3   Tipos de problemas de cálculo de rutas. Fuente: Escuín, 2010. 
Momento en que se 
conoce la información 




Tipo de problema 
Estático Determinista Independiente  VRP clásico 
Estático Determinista Dependiente TDVRP 
Estático Estocástico  Independiente  SVRP 
Estático Estocástico  Dependiente TDSVRP 
Dinámico Determinista Independiente  DVRP 
Dinámico Determinista Dependiente DTDVRP/RTTDVRP 
Dinámico Estocástico  Independiente  DSVRP 
Dinámico Estocástico  Dependiente RDSDVRP 
 
2.4 Familia de métodos de resolución 
Los problemas de programación de recursos y de ruteo (scheduling y routing) forman 
parte de los problemas de optimización combinatoria. Existen diferentes familias de 
metodologías para la resolución u optimización de la programación de operaciones en 
función de la tipología y dificultad del problema a tratar. 
La mayoría de métodos son NP-Hard, hecho que implica que el tiempo computacional 
no es polinomial con el tamaño del problema. De esta manera, las metodologías o 
técnicas exactas pueden resultar viables para casos de baja complejidad o para 
problemas de tamaño reducido. No obstante, en muchos problemas que representan 
redes de distribución reales, las herramientas matemáticas exactas no pueden calcular 
la solución óptima del sistema en un tiempo razonable. En estos casos se han 
desarrollado técnicas aproximadas que presentan un mayor equilibrio entre una buena 
solución y un tiempo computacional aceptable (Estrada, 2007). 
Las técnicas más utilizadas en la programación de actividades son: 
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 Programación matemática. Los métodos de este grupo tratan de desarrollar 
un modelo matemático para optimizar el sistema logístico. Las contribuciones 
en este campo empezaron en 1950 pero su amplia difusión se produjo en el 
período de 1980-2000. 
Mediante la definición de un conjunto de variables de decisión del problema se 
trata de formular una función objetivo a minimizar (si tratamos con costes) o 
maximizar (si hablamos de nivel de servicio) con una serie de restricciones 
sobre las variables. En función de las características de las variables y de su 
relación se puede encontrar un amplio espectro de problemas de programación 
matemática lineal o no lineal, problemas con variables reales o enteras, etc. El 
gran número de variables y de ecuaciones utilizadas produce que la solución 
exacta de algunos problemas de tamaño significativo (100 nodos o superior) no 
haya estado utilizada debido a la necesidad de mucha memoria y alto tiempo 
computacional. 
 Algoritmos exactos de enumeración. En problemas de optimización 
combinatoria y de scheduling la total enumeración de las soluciones para 
obtener el óptimo tiene un coste computacional tan elevado que es 
impracticable. Pero aún existen algoritmos donde la enumeración sistemática 
permite reducir estos costes hasta límites asequibles. Un ejemplo es el 
Branch&Bound, donde los subconjuntos de candidatos a la solución son 
descartados en masa al detectar que no pueden contener la solución óptima 
con el uso de cotas inferiores y superiores del problema. Por otra parte, los 
algoritmos de Generación de Columnas (algoritmos de descomposición de 
Dantzig-Wolfe) son algoritmos destinados a resolver problemas lineales de 
gran escala y han sido muy utilizados en scheduling. Se basan en la resolución 
de los problemas a través del método simplex, donde la diferencia es que la 
mayoría de columnas (variables) no son necesarias en una iteración dada del 
algoritmo. 
 Relajaciones. Una primera aproximación para la resolución del cálculo de 
rutas puede ser el uso de las relajaciones, eliminando algunas de las 
restricciones existentes en el problema original y después solucionándolo una 
vez relajado. La solución obtenida nos proporciona una buena aproximación de 
la solución y una cota para el problema. En caso de existir restricciones de 
integridad para las variables enteras, estas se pueden relajar de forma continua 
dejando como restricción solamente las cotas inferiores y superiores y tratando 
la variable como continua. Otra posible relajación es la Lagrangiana donde se 
añade un término en la función objetivo que penaliza la violación de la 
restricción y se elimina de la formulación. En el caso de los problemas de 
scheduling algunas relajaciones consistirían en: 
- Permitir prioridades aunque no haya programaciones prioritarias en el 
problema 
- Asumir tareas de duración unitaria, aunque el problema original 
contemple tareas de duración arbitraria.  
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 Aproximaciones continuas. Esta metodología de resolución analiza los 
sistemas logísticos a partir de las variables más relevantes, suponiendo que 
éstas no sufren variaciones importantes en la región de estudio. El método de 
las aproximaciones continuas (AC) se realiza reemplazando la información 
particular de cada elemento del sistema por funciones agregadas de demanda 
y funciones de distribución espacial de terminales sobre la región de servicio. 
Con esto se consigue reducir el tamaño del problema a un nombre finito de 
variables que permiten resolverlo analíticamente. En los modelos se intenta 
manejar funciones continuas fácilmente resolubles mediante cálculo elemental. 
El desarrollo de estas técnicas de análisis aplicadas a sistemas logísticos son 
atribuibles a los profesores Daganzo, C y Newell, G (1986).  
 Políticas sencillas. Las políticas del enrutamiento son reglas sencillas 
aplicadas repetidamente para atender demandas de los vehículos y construir 
las rutas. Muchos autores, como Bertsimas y Ryzin (1991 y 1993) y 
Swihart(1994), utilizan estas políticas. A continuación se presentan algunas: 
- Política del primero que llega primero que se sirve: Las demandas se 
sirven en el orden en que se han recibido las solicitudes. 
- Cola de mediana estocástica (Stochastic queue median, SQM): Es una 
modificación de la anterior en el que el vehículo se basa en la mediana 
estocástica de la región de servicio. Cuando reciben una solicitud de un 
cliente, el vehículo viaja desde la mediana a la nueva demanda. 
Cuando el servicio ha finalizado, el vehículo vuelve a la mediana. 
- Política del problema de viajante de comercio (TSP): Las solicitudes se 
agrupan en conjuntos de demandas de un determinado tamaño. Para 
cada grupo formado se soluciona el TSP. Las demandas son servidas 
según la solución óptima del problema del viajante de comercio. 
 Procesos clásicos de inserción. En vez de usar políticas sencillas que 
funcionan bien bajo hipótesis específicas, se pueden utilizar procesos 
heurísticos obteniendo mejores rendimientos. Estos procesos se basan en 
simples procedimientos de re-optimización de las rutas cuando llega una nueva 
solicitud. Los procesos de inserción en tiempo real los clientes son inseridos en 
las rutas en la mejor posición del actual conjunto de rutas. Tales heurísticas 
son simples y pueden ser ejecutas muy rápidamente.  
 Algoritmos heurísticos y metaheurísticos. A causa de la alta complejidad 
del problema de distribución de muchos orígenes a muchas destinaciones en el 
transporte intermodal y por la inexistencia de métodos que puedan calcular la 
solución exacta o el óptimo global del problema en un tiempo razonable, se ha 
desarrollado un conjunto de métodos denominados algoritmos heurísticos. 
Estos llegan a un razonable equilibrio entre el tiempo de resolución y la calidad 
del resultado obtenido. No obstante, estos procedimientos de cálculo 
aproximado han mostrado ser inefectivos para encontrar una solución próxima 
al valor óptimo. Por lo tanto, se han desarrollado los algoritmos 
metaheurísticos. Se trata de procesos iterativos que guían la búsqueda de la 
solución con un heurístico subordinado. En el proceso de búsqueda se aplican 
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cambios, transiciones o perturbaciones a la solución actual y estrategias para 
su aceptación siguiendo unos criterios probabilísticos según se detalla en 
Golden y Assad (1988). El balance inteligente de estos procedimientos debe 
cubrir el espacio de soluciones y encontrar resultados o subdominios de 
soluciones cerca del óptimo global del sistema. 
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3 Metodología de resolución 
  
CAPÍTULO 
Metodología de resolución 3 
El siguiente capítulo se centrará en explicar la formulación del 
problema, los métodos y algoritmos usados para el cálculo del 
conjunto de rutas óptimo y, finalmente, la aplicación de la 
metodología descrita en una batería de problemas existente. 
El problema consta de tres bloques: primero se tratará de 
solucionar un entorno estático, seguidamente se adaptará a 
unas variables tiempo-dependientes y se finalizará con la 
inserción de nuevos clientes al conjunto de rutas (entorno 
dinámico). 
La intención de este apartado también es explicar cómo 
evoluciona la metodología de resolución hasta llegar a un caso 
lo más real posible. 
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3.1 Formulación del problema 
El problema consta de dos tipos de entornos, estático y dinámico, y con variables 
dependientes del tiempo. El proceso de resolución se divide en los siguientes bloques: 
1. Entorno estático. Primero de todo, se enrutarán un conjunto de clientes 
distribuidos geográficamente en un área, cada uno de ellos con unas 
restricciones temporales determinadas. Se dispone de una flota de vehículos 
con capacidad q límite. Se obtendrá una primera solución mediante el algoritmo 
Clarke&Wright y, posteriormente, se mejorará con el algoritmo Tabu Search.  
2. Dependencia temporal. Una vez hallado el método de resolución del 
problema, se introducirá la complicación de que una variable dependa del 
instante en que actúe, la velocidad. Consecuentemente, los tiempos de 
recorrido también serán dependientes del instante en que se realice cada uno. 
3. Entorno dinámico. Después de adaptar las variables tiempo-dependientes al 
problema, se procederá a aceptar nuevos clientes durante el transcurso de la 
jornada de reparto y se deberán asignar y posicionar en la ruta. Para ello se ha 
creado un modelo para inserir los nuevos pedidos en la mejor posición posible. 
En la fig. 3.1 (pág. siguiente) observamos como seguirá el proceso de resolución para 
los diferentes tipos de entornos y características añadidas. Los siguientes apartados 
se dedicarán a formular el problema para cada una de las situaciones y entornos. 
3.1.1 Entorno estático 
El problema de cálculo de rutas se define con las siguientes formulaciones: 
 Grafo. Se parte de un grafo completo G=(N, A) donde el conjunto de nodos N 
consiste en un grupo de clientes C={2, 3, …, N} y de un almacén que se 
representa como el nodo 1. El conjunto de arcos A corresponde a todas las 
posibles conexiones entre los nodos Ntot. Cada arco (i, j) ∈ A tiene asociado un 
tiempo de recorrido rij. 
                 
                   
      i ,  ,  i,     …            
               
         
       
      
 
 
     
 
       
       
(3.1) 
N: conjunto de nodos que componen el grafo 
C: conjunto de nodos de N que son clientes 
Ai: Conjunto de arcos asociados al nodo i 
A: Conjunto de arcos 
  
 : tiempo de servicio en cliente i 
rij: tiempo de recorrido entre i y j 
tij: tiempo desde que el vehículo empieza el servicio en i hasta que llega a j 
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 Clientes. Cada cliente i se caracteriza con su posición geográfica (xi, yi), un 
tiempo de servicio   
 , una ventana temporal [ei, li] que es el intervalo de tiempo 
en el que se le ha de servir el pedido y una demanda específica di. El número 
total de clientes se denotará por Ntot. Se irán revelando nuevas variables en el 
transcurso de la formulación. 
 Almacén. El almacén se caracteriza por su localización (x1, y1), su ventana 
temporal [e1, l1] que representa las horas de la jornada de distribución. Del 
almacén salen y entran todos los vehículos.  
 Vehículos. Tenemos un número fijo de vehículos idénticos con capacidad 
límite q. Cada vehículo, si se utiliza, realiza una sola ruta que empieza y acaba 
en el almacén. Al conjunto de vehículos se le denomina flota (F). 
En el problema se trata con elementos de peso (las mercancías entregadas), de 
volumen (capacidad de los vehículos), de distancia y de tiempo (jornada de reparto, 
horarios de entrega y tiempos de recorrido). El sistema de unidades utilizado para los 
elementos tratados es estándar, es decir, durante todo el documento se habla de 
unidades de tiempo, unidades de capacidad y unidades de distancia. En todo caso, 
este hecho no debería representar ningún problema a la hora de convertir los valores a 
las unidades que se consideren oportunas. 
El modelo contiene tres variables de decisión    
  ( (i,j) ∈ A,  k ∈ F),       ∈    y 
  
  ( i ∈ C,  k ∈ F): 
 La primera variable    
  toma el valor 1 si el vehículo k sirve el nodo i y conduce 
hasta j, sino su valor es 0.  
 La variable de decisión    toma el valor 1 si el vehículo k se utiliza en alguna 
ruta, sino su valor es 0. 
 La variable   
  indica la hora en la que el vehículo k empieza su servicio en el 
cliente i. Si el vehículo k no sirve al cliente i, la variable carece de valor. 
El objetivo es diseñar un conjunto de rutas con el menor coste posible de manera que 
todos los clientes puedan ser servidos una sola vez dentro de sus restricciones de 
tiempo. Las rutas han de ser factibles y han de respetar las restricciones de capacidad 
de los vehículos y las de ventanas temporales de los clientes. Se tratará, pues, de 
minimizar los costes propios de la actividad de reparto de las mercancías.  
La función objetivo del problema es: 
                
     
 
          
    
   




   
 : costes directos de recorrido entre los clientes i y j 
  
 : costes indirectos de cada vehículo k 
   
         variable de decisión del vehículo k entre los clientes i y j 
          variable de decisión del vehículo k 
Z: coste total 
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A continuación se mostrará un conjunto de restricciones y condiciones que la función 
objetivo debe cumplir para este tipo de problemas: 
     
 
      
        (3.3) 
       
 
   
   
   
            (3.4) 
    
   
   
      (3.5) 
    
 
   
     
 
   
              (3.6) 
   
    
          
                    (3.7) 
     
     
      
    
      
           
           
(3.8) 
(3.9) 
cij: coste del arco (i,j) 
   
         variable de decisión del vehículo k entre los clientes i y j 
di: demanda del cliente i 
q: capacidad máxima de cualquier vehículo de la flota 
F: flota de vehículos disponibles 
tij: tiempo desde que el vehículo empieza el servicio en i hasta que llega a j 
  
 : hora de comienzo del servicio del vehículo k en el cliente i 
 
La condición (3.3) impone que cada cliente debe ser servido una sola vez por un solo 
vehículo. La restricción de capacidad (3.4) significa que los vehículos tienen una 
capacidad límite que no puede ser superada. Las condiciones (3.5) y (3.6) son 
condiciones de flujo que imponen que cada vehículo k parte del almacén una sola vez, 
sale del nodo h (h C) si y sólo si entra en ese nodo, y vuelve al almacén. Finalmente, 
las restricciones temporales (3.7), (3.8) y (3.9) indican que el comienzo y el final del 
servicio de cada cliente ha de estar dentro de una franja horaria [ei,lj]. 
Existen dos tipos de imposición de la restricción temporal, las duras y las flexibles. Las 
ventanas temporales con imposición dura no permiten que los vehículos que 
distribuyen las mercancías lleguen fuera de la franja horaria establecida. Si el vehículo 
asignado llega más tarde de li el cliente i no podrá ser servido y se perderá. 
El problema considerado en la Tesina está compuesto por nodos de clientes con 
ventanas temporales flexibles, es decir que se aceptará una cierta tardanza que se 
comentará más adelante. 
Los vehículos han de empezar y finalizar sus rutas en el único almacén que también 
está asociado a una ventana temporal [e1, l1]. En el caso del almacén, e1 es la hora de 
inicio de jornada y l1 es el fin de jornada y, por lo tanto, es la hora límite en la que 
pueden volver los vehículos. La flota está compuesta por vehículos idénticos con 
capacidad límite q. No se acepta sobrepasar dicha capacidad (en caso contrario 
estaríamos en una situación no factible). 
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Con la estrategia de encontrar la mejor solución, no todas las soluciones infactibles se 
desechan. Al coste físico formulado en (3.10) se le añade un coste ficticio de 
penalización por cada unidad temporal y de capacidad que sobrepasa el límite 
impuesto. De tal manera, que se acota la región de la búsqueda con el fin de 
acercarnos a la óptima solución.  
                
     
 
          
    
   
   
    
 
(3.10) 
P: costes ficticios de penalización 
3.1.2 Dependencia temporal 
Muchos modelos asumen que la velocidad de viaje es constante durante toda la 
jornada laboral. Desafortunadamente, estas suposiciones son aproximaciones débiles 
del mundo real donde los tiempos de recorrido están sujetos a variaciones repentinas. 
Estas variaciones pueden ser debidas a eventos predictibles (por ejemplo, congestión 
de las vías durante las horas punta) o impredecibles (como los accidentes).  
La solución óptima de un problema que asume que los tiempos de recorrido son 
constantes puede ser sub-óptima o incluso infactible para un problema tiempo-
dependiente. 
En nuestro problema, la variable que dependerá del tiempo es la velocidad. Es lógico 
pensar que la velocidad varía según la hora en la que circulamos debido al tráfico que 
se forma en horas punta. Por ese motivo, y para ponernos en un entorno más real, la 
velocidad y, por lo tanto, los tiempos de recorrido variarán en función del momento en 
que se inicie cada recorrido: 
       
   
    
 
      
       ∈        
       ∈        
 




                    
 





rij(t): tiempo de recorrido entre los nodos i y j en el instante t 
Dij: distancia entre los nodos i y j 
v(t): función de velocidad en función del tiempo 
t: instante en que comienza el recorrido 
e1: hora de inicio de la jornada de distribución 
l1: hora de finalización de la jornada de distribución 
mi: límite inferior para el intervalo de tiempo i 
A diferencia del entorno tiempo-independiente, donde la duración del recorrido es igual 
a la distancia (fórmula (3.1)), en (3.11) se representa el tiempo de viaje entre dos 
nodos según la velocidad que gobierne en el instante en que se ha iniciado el 
recorrido. En la figura 3.3, la velocidad toma unos valores que dependen del instante 
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en que el vehículo comienza su recorrido. La jornada laboral se divide en M intervalos 
de tiempo (mi) y en cada uno se viaja a una determinada velocidad constante. 
 
Fig. 3.2   Cambios de la velocidad de recorrido con el tiempo. 
 
 
Fig. 3.3   Velocidad en función del tiempo. 
3.1.3 Entorno dinámico 
En este entorno el planificador de rutas no conoce toda la información para calcular el 
conjunto de rutas antes de que empiece el proceso de reparto. Además, dicha 
información pueden cambiar después de que las rutas iniciales sean construidas y 
puede no ser conocida por adelantado. Cuando un cliente nuevo aparece, la principal 
tarea del centro de llamadas es incluir la nueva solicitud en el actual conjunto de rutas. 
El depósito necesita una respuesta rápida para poder responder en tiempo real a los 
nuevos clientes.  
Por lo tanto, el objetivo consiste en dar servicio al máximo número de solicitudes 
recibidas a lo largo de la jornada de distribución.  
Los clientes nuevos que se incorporan al conjunto de clientes C tienen las mismas 
condiciones y tipos de restricciones que los antiguos clientes que ya han sido 
enrutados. La formulación de los nuevos clientes es la misma que en el entorno 
estático, pero la dimensión de las variables aumenta ya que el número de clientes a 
servir es mayor.  
e1 m2 m3 m4
e1 m2 m3 m4 Tiempo
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Los elementos dinámicos que constituyen esta nueva tarea son los siguientes: 
 Conjunto de clientes nuevos (  ), que se une al conjunto de clientes antiguos 
(       .  
 Demandas de los clientes (  
    ∈   ) 
 Nuevas posiciones geográficas (xi*, yi*) 
 Las ventanas temporales (ei*, li*) 
 La duración de los servicios 
 Los instantes en que se reciben las nuevas peticiones. Esta variable es nueva 
ya que para el entorno estático obtenía valor nulo y carecía de significado. 
 Los tiempos de recorrido rij(t) varían según el instante de inicio del viaje. Esta 
componente es dinámica ya que hasta que el vehículo no se encuentra en el 
espacio temporal correspondiente, no sabe la velocidad a la que realizará el 
recorrido.  
Para la resolución del escenario dinámico formulado, se ha procedido a utilizar la 
estrategia de discretización del tiempo. 
   
       
  
 





       : duración de la jornada de distribución 
  : número de intervalos a dividir la jornada 
  : duración de cada intervalo de resolución 
Tj: límite inferior del intervalo de tiempo j para la resolución del entorno dinámico 
Para cada intervalo Tj se aplicará el método de resolución que se explica en el 
siguiente apartado. La intención de este procedimiento es llevar una continuidad y 
uniformidad de la inserción de nodos nuevos a medida que van apareciendo. 
3.2 Proceso de resolución 
En este apartado se explica el proceso de resolución del problema en los diferentes 
entornos. Se empieza con el algoritmo que nos crea la solución inicial para un 
problema estático; acto seguido, se mejora mediante un modelo metaheurístico; y 
finalmente, se adapta al entorno dinámico y tiempo-dependiente. 
3.2.1 Construcción de una solución inicial. Algoritmo Clarke & Wright. 
El primer procedimiento a realizar es la construcción de una solución inicial. Esta 
propuesta preliminar puede ser factible o no, ya que el siguiente paso de resolución 
tendrá como objetivo mejorarla.  
Se ha optado por utilizar el algoritmo heurístico de Clarke & Wright (1964). Es, quizás, 
uno de los algoritmos más conocidos por los especialistas y también uno de los más 
antiguos; se le conoce igualmente por algoritmo de los ahorros. Se basa en calcular el 
ahorro en costes de transporte cuando se enrutan dos nodos con el almacén respecto 
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cuando a cada nodo le servía exclusivamente un vehículo. En la figura 3.4 se 
representa cómo obtendríamos el ahorro. 
 
Fig. 3.4   Procedimiento Clarke & Wright para el cálculo de ahorros. 
Al unificar estas dos rutas se obtiene una disminución de la distancia recorrida, de la 
flota necesaria y, por lo tanto, del coste total, siempre y cuando se cumplan las 
restricciones temporales y de capacidad de los vehículos. 
                               
   
 ∈ 






D’: Distancia total después del procedimiento de CW 
D: Distancia total antes del procedimiento de CW 
Y’k Variable de decisión del vehículo k para después de la alteración de la ruta. 
En las fórmulas (3.15) se representa el ahorro de distancias (D-D’  y de número de 
vehículos necesario obtenido mediante el procedimiento Clarke & Wright (CW). 
El algoritmo funciona mediante los siguientes pasos (Clarke y Wright, 1964): 
1. Se calculan los ahorros para todas las parejas de nodos    ∈  . 
2. Se ordenan las parejas i, j en orden decreciente del ahorro de la distancia. Con 
la pareja de puntos que supone más ahorro, se pasa al siguiente paso. 
3. Se le aplica a la pareja de puntos i, j los siguientes procedimientos, siempre 
que cumplan las restricciones establecidas en el problema (capacidad del 
vehículo y ventanas temporales de los clientes): 
a. Si i y j no están incluidos en ninguna ruta, se crea una ruta con los 
nodos i y j. 
b. Si el nodo i o el nodo j pertenecen a alguna ruta ya creada, se verifica si 
este nodo este nodo es un extremo de la ruta. Si se cumple dicha 
verificación, la ruta se amplía con el arco formado por i y j. Si no es así, 
se procede al siguiente paso sin ningún cambio. 
c. Si ambos nodos forman parte de dos rutas diferentes, se comprueba si 
los dos nodos son extremos de sus rutas. En caso de que sea cierto, se 
unen las dos rutas por la pareja de nodos i, j. En caso contrario, no se 
considera la pareja de nodos y se pasa al siguiente punto. 
d. Si los dos nodos pertenecen a una misma ruta no se tienen en cuenta y 
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Fig. 3.5   Ejemplo de la unión de dos rutas a partir de la pareja i=3, j=4. 
4. Se continúa el proceso con la siguiente pareja de nodos obtenida en el paso 2, 
en orden de ahorro. Se procede con los procedimientos del paso 3 hasta que el 
ahorro de la distancia no se pueda mejorar. 
5. Verificar si queda algún nodo sin ligar y realizar, en caso de que exista alguno, 
una ruta individualizada de éste con el almacén.  
Para implementar el algoritmo, se han calculado unas variables adicionales para poder 
satisfacer las ventanas temporales [ei,li]. Siendo    ∈   clientes consecutivos en una 
misma ruta (i anterior a j): 
        
  (3.16) 
           (3.17) 
    
               
                              
  (3.18) 
    
                               
                               
  (3.19) 
         
  (3.20) 
ej: Inicio de la ventana temporal del cliente j 
lj: Final de la ventana temporal del cliente j 
  
 : Tiempo de servicio del cliente j 
hj: Hora de llegada del vehículo al cliente j 
Hj: Hora límite en que puede llegar el vehículo al cliente j 
wj: Tiempo de espera del vehículo en el cliente j 
Si: Hora de salida del vehículo del cliente i 
Ej: Hora de entrada del vehículo al cliente j 
En la fórmula (3.16) se define la hora límite (Hj) en la que puede llegar el vehículo 
asignado al nodo j. Sabiendo la hora en que sale el vehículo del cliente i (Si) podemos 
hallar la hora de llegada a su próximo destino j, hj (3.17). Las ventanas temporales 
restringen también el inicio del servicio, por lo tanto, si el vehículo correspondiente 
llega al cliente antes de la franja horaria permitida, habrá un tiempo de espera wj 
(3.18). La hora en que comienza el servicio queda definida en la fórmula (3.19), que 
depende del momento en que llega el vehículo a la situación del nodo j.  
Supongamos el siguiente ejemplo donde el nodo 1 es el almacén y Dij son las 
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Fig. 3.6   Ruta de vehículos con sus respectivas distancias. 
Se muestra, a continuación, las variables que se han definido anteriormente en la 
siguiente figura 3.7:  
 
Fig. 3.7   Definición gráfica de los diferentes parámetros temporales. 
Con estas variables (3.16)-(3.20) podemos comprobar si los tiempos de servicio están 
dentro de las franjas horarias pertinentes y, así, obtener una solución factible. También 
facilitará el proceso del algoritmo Tabu Search para minimizar el coste. 
3.2.2 Búsqueda de una mejor solución. Algoritmo Tabu Search. 
3.2.2.1 Breve descripción del algoritmo 
El método de Búsqueda Tabú (TS) explora el espacio de soluciones moviéndose en 
cada iteración de una solución s a la mejor solución de un subconjunto vecino. Para 
evitar bucles, las soluciones poseen algunos atributos que impiden la modificación de 
las soluciones exploradas recientemente (se declaran, temporalmente, tabú o 
prohibidas). El tiempo en que se mantiene una solución en estado tabú se le llama 
tabu-tenure (tenencia tabú). El estatus tabú puede ser suprimido si se cumplen según 
qué situaciones; por ejemplo, la solución tabú es mejor que cualquier otra solución 
vista anteriormente (Coth y Vigo, 1998). 
El método deja empeorar la solución para cualquier iteración. La tendencia a desviarse 
de una situación trazada podría ser considerada como una fuente de error, pero 
también puede resultar un beneficio si se encuentra en un espacio de buenas 
soluciones. El TS busca beneficios según la suposición de que no haya ninguna razón 
de aceptar una nueva solución a no ser que esta evite un camino ya investigado. Esto 
asegura que las nuevas regiones de un espacio de solución de problemas serán 
investigadas con el objetivo de evitar mínimos locales y, en última instancia, encontrar 


































Chac Sam, Anh-Van (2010) 




El algoritmo necesita una solución inicial que se crea, generalmente con un método 
sencillo heurístico, en nuestro caso el Clarke & Wright. Después de crear la solución 
inicial,  que puede ser factible o infactible, se pretende mejorar la solución mediante el 
uso de una búsqueda local con uno o más vecinos. La mayoría de vecinos se 
consideran conocidos y van a ser previamente introducidos en el contexto de la 
construcción y la mejora de la forma heurística. 
Los pasos a seguir para realizar el algoritmo TS son: 
1. Dar una solución inicial s. 
2. Mientras no se verifique un cierto criterio de finalización: 
a. Hacer s=s’ y actualizar la lista tabú y sus criterios de aspiración 
b. Ejecutar una estrategia de diversificación o intensificación y repetir. 
3. Volver a la mejor solución encontrada. 
A partir de ahora, nuestra única tarea es describir cómo se aplican los principios del 
algoritmo en nuestro problema.  
En esta Tesina, el algoritmo TS está compuesto por dos fases que se aplican 
secuencialmente: fase I que es donde se dedica el mayor tiempo computacional a 
mejorar la solución y fase II donde se trata de mejorar aún más la solución obtenida en 
la fase I.  
Los siguientes apartados son dedicados a explicar los detalles del procedimiento TS 
para optimizar la solución inicial. 
3.2.2.2 Estructura del vecindario 
El vecindario de la actual solución se define mediante un conjunto de candidatos y los 
tipos de movimientos. En la investigación de esta Tesina, el conjunto de candidatos se 
constituye por todos los clientes (Ntot).  
Para cada iteración, se seleccionan unas parejas de clientes para realizar 
modificaciones de la ruta. La condición de estas parejas es que deben pertenecer a 
diferentes rutas y, además, deben estar dentro del área de influencia mínima: 
              
  (3.21) 
   : Distancia entre la pareja seleccionada para realizar la modificación 
 : Coeficiente para determinar el tamaño del área de influencia 
 : Área de la zona geográfica donde se encuentran todos los clientes 
  : Conjunto de clientes selecionados para realizar la modificación 
 
 
Los tres tipos de movimientos que se utilizan para modificar las rutas iniciales son: 
Cross-Over, Insert y Swapping (Breedam, 1994). 
 Un movimiento Cross-Over consiste en cruzar dos rutas diferentes a partir de 
dos clientes escogidos. 
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… A    B     C    D … 
 
… E    F     G    H … 
Fig. 3.8   Representación gráfica del movimiento Cross-Over. 
 Un movimiento Insert consiste en coger un cliente de una ruta e insertarlo en 
otra ruta.  
 
A    B     C    D 
 
E    F     G    H 
 
 
Fig. 3.9   Representación gráfica del movimiento Insert. 
 El Insert intrarrutal consiste en intercambiar dos clientes que pertenecen a la 
misma ruta. Sirve para reordenar la secuencia de nodos. 
 
A    B    C  -  D    E    F   
Fig. 3.10   Representación gráfica del movimiento Swapping. 
Los movimientos Cross-Over e Insert se aplican para la fase I. La elección del tipo de 
movimiento para cada iteración es aleatoria pero aplicando unas probabilidades para 
cada uno: p1 y p2, del movimiento Cross-Over y Insert, respectivamente.  
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El Insert intrarrutal servirá para mejorar aún más la solución en la fase II. 
La intención de estas modificaciones es unir rutas y cambiar el orden de las posiciones 
de los clientes en las rutas de tal forma que podamos minimizar al máximo la distancia 
a recorrer. Se debe tener en cuenta que estamos en un problema donde los horarios 
son importantes y, por lo tanto, no sólo resolvemos problemas routing sino que nos 
interviene la dificultad del schedulling.  
 
Fig. 3.11   Representación del problema en Schedulling. 
En la figura 3.11 podemos observar un ejemplo de schedulling, en que los puntos (11), 
(63), (90) y (62) no recorren la mínima distancia posible. La secuencia para obtener el 
recorrido más corto sería: 
(11)  (63)  (90)  (62) 
En vez de: 
(11)  (90)  (63)  (62) 
Pero debido a que estamos en un problema donde cada cliente tiene un horario para 
la recepción/entrega de mercancías, el vehículo es obligado a alterar el orden del 
recorrido más corto para, así, ganar tiempo y ahorrar en posibles esperas. 
De este modo, todos los movimientos mencionados anteriormente (fig. 3.8, 3.9, 3.10) 
se deberán hacer evitando infringir las ventanas temporales de los clientes. Para no 
ser tan estrictos con estas restricciones, se han creado unos umbrales en que 
permitimos que los vehículos lleguen más tarde del horario de cada cliente. 
Las fórmulas (3.22) y (3.23) que siguen vienen a decir que permitimos que los 
vehículos infrinjan las ventanas temporales siempre y cuando la suma de todos los 
tiempos excedidos del conjunto de rutas no supere un tiempo límite    y que el 
beneficio por unidad de tiempo excedido sea mayor a una rentabilidad mínima R. Este 
hecho puede ser provechoso para la empresa de distribución, ya que una ligera 
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tardanza en servir a algunos clientes puede conllevar a un gran ahorro en costes de 
distancias y de flota. 
   
   
 ∈ 
    (3.22) 
   
    
   
   
 ∈ 
    (3.23) 
  
   : Tiempo excedido por el vehículo en llegar al cliente i 
  : Baremo límite del tiempo que puede excederse 
 : Mejor coste total conseguido 
  : Coste conseguido para cada iteración 
 : Rentabilidad por tiempo excedido 
  : Rentabilidad mínima para aceptar el tiempo excedido 
3.2.2.3 Tenencia tabú y criterios de aspiración 
El estatus tabú de un movimiento se define de la siguiente manera: un cliente que deja 
de pertenecer a una ruta no puede volver a ella durante un número dado de 
iteraciones, θ. Este atributo permite ampliar y diversificar la exploración y evita bucles 
entorno unas pocas soluciones. 
El estatus tabú de un movimiento puede ser anulado según los criterios de aspiración: 
 Si la solución es factible y es mucho mejor que cualquier solución factible 
conocida,  
 Si es infactible y su coste es menor que el coste infactible de cualquier solución 
infactible.  
En estos dos casos, no solamente se elimina el estatus tabú, sino que además el 
movimiento es inmediatamente introducido sin ejecutar los demás movimientos 
candidatos de la iteración.  
A continuación, se representa un esquema con las decisiones según el estatus tabú y 
el coste obtenido en la iteración (Z’) respecto al mejor coste obtenido hasta el 
momento (Z). 
 










- Se procede con el 
siguiente de menor 
coste
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El hecho de que el movimiento sea realizado no implica que la solución obtenida se 
convierta en la mejor hasta el momento. Para ello, debe mejorar todas las soluciones 
conocidas y cumplir las condiciones de factibilidad (no superar la capacidad de los 
vehículos y no infringir las ventanas temporales o si se infringen dentro de los límites 
establecidos). 
El fenómeno Hill-Climbing se refiere a que aunque el coste obtenido sea superior al 
mejor encontrado hasta el momento, en las próximas iteraciones podemos llegar a 
obtener una solución más óptima. En la figura 3.13, vemos representado uno de los 
muchos Hill-Climbing‟s que pueden aparecer en un proceso iterativo. 
 
Fig. 3.13   Fenómeno Hill-Climbing. 
Por este motivo, los movimientos que no están en estatus tabú son aceptados aunque 
el coste no sea óptimo. 
3.2.2.4 Evaluación de los movimientos 
Una característica importante de TS es la oscilación estratégica que realizan los 
resultados al cruzar constantemente el límite de la factibilidad. Una de las 
componentes de la función coste determina y valora la factibilidad del movimiento: 
                
     
 
          
    
   
   
    
 
(3.24) 
   
 : costes directos de recorrido entre los clientes i y j 
  
 : costes indirectos de cada vehículo k 
   
         variable de decisión del vehículo k entre los clientes i y j 
          variable de decisión del vehículo k 
P: costes ficticios de penalización 
Z: coste total 
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Esta componente son los costes ficticios de penalización. Hay diferentes tipos 
dependiendo de la infracción: 
 Capacidad. Penalización por superar la capacidad permitida por los vehículos. 
       
      
    
 ∈ 
               




     : coste de penalización por infracción de capacidad en la iteración   
 : coeficiente de penalización por infracción de capacidad 
 : número de ruta del conjunto R 
R: conjunto de rutas 
  
 : capacidad utilizada en la ruta r 
    capacidad límite 
 : número de la iteración en la que se evalúa el movimiento 
 Tiempo. Penalización por llegar fuera del límite horario superior de las 
ventanas temporales del cliente. Si se llega antes del límite inferior, no se 
penaliza ya que el tiempo de espera ya supone un coste incluido en los costes 
directos. 
       
          
 ∈ 
             
    
                                  




     : coste de penalización por infracción de las ventanas temporales en la 
iteración   
 : coeficiente de penalización por infracción de tiempo 
hj: Hora de llegada del vehículo al cliente j 
Hj: Hora límite en que puede llegar el vehículo al cliente j 
 : número de la iteración en la que se evalúa el movimiento 
Por consiguiente, los costes ficticios de penalización sigue la siguiente fórmula: 
                    
 ∈  
 (3.27) 
En los próximos apartados se verá la explicación del sumando      , que se refiere a 
la penalización por repetición con memoria a largo plazo. 
3.2.2.5 Procedimientos de mejora de las rutas 
Después del proceso iterativo optimizando la solución mediante los movimientos 
Cross-Over (fig. 3.8) y Insert (fig. 3.9), se procede a realizar los movimientos 
intrarrutales Insert (fig. 3.10). La intención de esta fase II es modificar el orden de 
servicio de los clientes dentro de una misma ruta y obtener menores distancias sin 
infringir las restricciones establecidas.  
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3.2.2.6 Control de ejecución y criterios de reinicialización 
En el TS hay tres maneras de controlar el tiempo computacional:  
 N1: El máximo número total de iteraciones. 
 N2: El máximo número de iteraciones sin mejorar la mejor solución factible 
conocida hasta el momento. 
 N3: El máximo número de iteraciones sin mejorar la mejor solución, factible o 
infactible, conocida hasta el momento. 
La ejecución del programa se detiene cuando el número de iteraciones llega a N1, si 
antes no ha llegado a N2 o N3 bajo las condiciones expuestas anteriormente. La 
combinación de los parámetros N1 y N2 como criterios de parada permite que la 
búsqueda continúe si una nueva mejor solución ha sido descubierta recientemente. 
Esto indicaría que el algoritmo está explorando una región prometedora. Un 
razonamiento similar es con el parámetro N3. 
Con la intención de intensificar la búsqueda alrededor del buen óptimo local, el 
proceso de reinicialización ha sido probado como muy exitoso (Brandao, 2005). 
Consiste en reiniciar la búsqueda desde la mejor solución factible conocida (o la mejor 
infactible si no existe aún una factible), si durante un número dado de iteraciones (M) 
no ha habido progreso. Con esta reinicialización, la lista de movimientos tabú se vacía. 
N2 debe ser mayor que M para dar tiempo a mejorar después del reinicio (Brandao, 
2005).  
 
Fig. 3.14   Representación de los parámetros de criterios de parada y de reinicialización. 
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En la anterior figura 3.14 se representa los parámetros de los criterios de parada (N1, 
N2, N3) y de reinicialización (M). En este ejemplo se observa como antes de llegar a N1 
iteraciones, el proceso finaliza a causa de que durante N2 iteraciones no se ha 
mejorado la solución factible. En la ampliación de la imagen, queda representado el 
concepto del criterio de reinicialización que se ha explicado anteriormente. 
3.2.2.7 Memoria a largo plazo 
Hasta ahora la diversificación e intensificación de la búsqueda de mejores soluciones 
han sido logradas gracias a las estrategias de tenencia tabú y del criterio de 
reincialización. Pero estos procesos son de memoria a corto plazo ya que duran un 
número determinado de iteraciones.  
La intención de la estrategia que se explica en este apartado es diversificar la 
búsqueda durante todo el proceso iterativo del algoritmo. Para ello, se almacena cada 
movimiento realizado desde el principio de la búsqueda y se añade al coste una 
penalización ficticia por repetición de movimientos. 
       
           
 ∈ 
    
   
 
                




     : coste ficticio de repetición Tabú en la iteración   
 : coeficiente de penalización tabú 
 : número total  de clientes 
   : número de clientes que están dentro del área de influencia de los dos nodos i, j. 
  : costes directos e indirectos después de realizar el movimiento evaluado 
   : número de veces en que se repite el movimiento para los nodos i, j. 
 : número de la iteración en la que se evalúa el movimiento 
Este coste (4.1) es directamente proporcional al número de repeticiones de los 
movimientos e inversamente proporcional al número de iteración en que se encuentra 
el proceso. 
De esta manera se intensifica la búsqueda dentro de pequeñas regiones alrededor de 
buenas soluciones ya conocidas. Sin embargo, desde que ya son buenas, no se 
esperan mejoras grandes, pero la experiencia muestra que a veces ocurren pequeños 
progresos que son difíciles de llegar mediante otros métodos (Brandao, 2005). 
3.2.2.8 Descripción global del algoritmo 
En esta sección se hará una recopilación de todos los pasos que sigue el algoritmo de 
manera ordenada: 
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Fig. 3.15   Diagrama de flujo sobre el proceso iterativo del algoritmo Tabu Search. 
La figura 3.15 representa el proceso de optimización de las rutas mediante el algoritmo 
Tabu Search descrito en los apartados anteriores. 
3.2.3 Adaptación del modelo a un entorno dinámico y tiempo-dependiente 
El dinamismo del escenario práctico añade incertidumbre con respecto al problema 
teórico. En esta ocasión el número de clientes deja de ser una condición de contorno 
fija para pasar a constituir una variable más del problema, de tal modo que en 
cualquier momento pueden aparecer nuevos usuarios a los que abastecer. Ya no se 
tiene, pues, un valor fijo de clientes, sino que éste puede cambiar de un instante a 
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Precisamente por la incorporación repentina de nuevos usuarios no se tiene un 
conocimiento absoluto de las franjas horarias que satisfacer al encarar el problema, 
añadiéndose una nueva situación que comporta cambios con el caso práctico. El 
número variable de clientes y la indefinición de todas las ventanas temporales son los 
factores que imprimen un carácter dinámico a la situación real en referencia al caso 
teórico ya estudiado. 
La dependencia del tiempo es el otro punto distintivo del problema práctico. Por 
dependencia del problema con respecto al tiempo se entiende que las variables 
pueden presentar modificaciones con el paso del tiempo, como podría ser la velocidad 
de los vehículos. El hecho de que a determinadas horas se circule más rápido o más 
lento no modifica el problema de base (no está, en este sentido, en un entorno 
dinámico), pero sí que influye en la resolución del mismo. La dependencia del tiempo 
entra, en este escenario, con la velocidad variable de los vehículos de la flota. 
En los apartados anteriores se ha creado un modelo para resolver un problema de 
cálculo de rutas con ventanas temporales, en entorno estático e independiente del 
tiempo. La tarea de esta sección consiste en alterar el modelo de resolución para una 
situación para adaptarlo a un escenario dinámico y con variables dependientes del 
tiempo.  
3.2.3.1 Implementación del modelo tiempo-dependiente 
El objetivo de este apartado es la modificación del algoritmo original para hacer frente 
las variables dependientes del tiempo. La velocidad de viaje (v(t)) y, 
consecuentemente, el tiempo de recorrido (rij(t))  varían en función de la hora (Si) en 
que se comienza a realizar cada tramo. Por lo tanto, la hora de inicio de los recorridos 
será un factor importante que nos definirá la velocidad de viaje.  
A partir de ahora, los costes a minimizar no dependen exclusivamente de la distancia 
recorrida y del número de vehículos necesarios para el reparto, sino que el tiempo total 
de recorrido también jugará un papel muy importante.  
Para una mejor comprensión, se asume en la figura 3.16 la unión de tres nodos, donde 
el nodo 1 se refiere al almacén y los nodos i, j son clientes. Cuando se considera una 
dimensión temporal, la relación espacio-tiempo puede ser representada donde el eje 
horizontal es la distancia espacial y el eje vertical representa la hora del día.  
En la representación, el tiempo de viaje entre el almacén y el nodo i es el mismo para 
cada intervalo de tiempo [mj-1, mj], como se puede observar con las pendientes 
idénticas. Los vehículos que salgan en diferentes intervalos de tiempo experimentarán 
diferentes tiempos de viaje. Supongamos que un vehículo sale del almacén a las S1=1, 
y su hora de llegada es hi=2 (el tiempo de recorrido ha sido de 1 unidad de tiempo). El 
tiempo de espera es wi=1, antes de que empiece la ventana temporal [ei, li]=[3, 5.5]. 
Después de un tiempo de servicio   
 =2, parte hacia el nodo j en el intervalo de tiempo 
m3.  
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Fig. 3.16   Relación espacio-tiempo en un entorno tiempo-dependiente. Fuente: Chen, 2006. 
En el algoritmo original, se utilizan las unidades de distancia para calcular los costes 
directos y para averiguar si se cumplen las restricciones temporales. En este entorno 
tiempo-dependiente, se debe diferenciar las unidades de distancia con las unidades de 
tiempo para dedicar exclusivamente las unidades temporales a cumplir las 
restricciones horarias y las unidades métricas a calcular los costes directos. 
3.2.3.2 Implementación del modelo dinámico 
Durante el transcurso de la jornada de reparto, se van recibiendo nuevas peticiones de 
reparto, de las cuales la información no se conoce por adelantado. En esta sección se 
explica cómo se acepta y se introduce en las actuales rutas el mayor número de 
clientes nuevos, cumpliendo las restricciones y obteniendo el menor coste posible. 
Ante estas solicitudes, es necesaria una respuesta rápida para poder responder en 
tiempo real.  
El procedimiento sigue los pasos explicados a continuación: 
1. Se divide la jornada de reparto en ni intervalos de tiempo, cada uno de una 
duración fija,              . 
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a. Inserción de los clientes que su hora de llamada (ai) estén en dicho 
intervalo (  ∈              ∈            
b. Los clientes que no hayan podido ser introducidos porque no cumplen 
los mínimos de factibilidad, son pospuestos para el próximo día. Si han 
podido ser introducidos, se continúa con el siguiente paso.  
c. Optimización de la primera fase de inserción usando el algoritmo Tabu 
Search. Se realizarán los movimientos Cross-Over, Insert y Insert-
interrutal para cada intervalo de tiempo. 
3. Volver a realizar el paso 2 para el próximo intervalo de tiempo.  
Se debe tener en cuenta que la inserción no debe realizarse delante de un nodo que 
ya haya sido servido. Para ello se definen los nodos críticos: 
 
Fig. 3.17   Ruta de vehículos con los nodos críticos. 
3.2.3.3 Descripción del algoritmo adaptado a un escenario dinámico y tiempo-
dependiente 
En la figura 3.18 se representan las diferentes decisiones que toma el algoritmo según 
la situación en que se encuentre. El objetivo es asignar los clientes nuevos que vayan 
apareciendo en cada iteración en alguna ruta existente, siempre en la posición más 
óptima. Si el algoritmo no consigue encontrar la solución, se le asigna un vehículo 
exclusivo para servir la petición nueva. Todos los clientes que entren en el horario de 
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4 Validación y ajuste de parámetros 
  
CAPÍTULO 
Validación y ajuste de 
parámetros 4 
En este capítulo se dedica a utilizar el método explicado para 
la resolución de unos problemas de la batería de Solomon 
(1964) y, así, calibrar los parámetros y validar el programa 
contruido para en el siguiente capítulo aplicarlo a una situación 
real. 
Se hará una descripción recordatorio a todos los parámetros 
que se van a calibrar. Se procederá a la selección de los 
valores que generen menor coste y se validará el método 
comparando los resultados con los mejores obtenidos hasta el 
momento. 
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Una vez formulado el método de resolución y generado los tipos de problemas que se 
van a hacer frente, el siguiente paso es ajustar los parámetros utilizados en el 
algoritmo (criterios de parada, tabu tenure, probabilidades de movimiento…) Una 
buena calibración de los parámetros permite obtener una mejor solución de la función 
objetivo. 
Los parámetros a calibrar son los siguientes: 
 Criterio de reinicio (M): Número de iteraciones sin mejorar la solución factible 
desde el cual se reinicia el proceso iterativo. 
 Tenencia Tabú (θ): Número de iteraciones en el que un atributo de la solución 
se considera tabú, es decir, no puede ser utilizado para generar una nueva 
solución durante θ iteraciones. 
 Probabilidades de cada tipo de movimiento (p1, p2): En el proceso de 
optimización los nodos son sometidos a un tipo de movimiento: Cross-Over o 
Insert. La elección del tipo se hace de modo aleatorio y depende de la 
probabilidad de ocurrencia de cada movimiento. Nótese que al haber 
solamente dos movimientos, existe la siguiente relación p2=1-p1. 
 Tamaño del vecindario (RI): El vecindario de un cliente se refiere a todos 
aquellos nodos que están dentro de su área de influencia definida con el radio 
máximo RI. Para la realización de los movimientos, se escogen aleatoriamente 
unas parejas candidatas a permutar que deben ser dels mismo vecindario. Es 
decir, que la distancia entre ellas no debe superar el radio del área de 
influencia RI para evitar recorridos excesivamente largos. Se define de la 
siguiente de la siguiente forma:       , donde A es el área geográfica donde 
están distribuidos todos los nodos. Por lo tanto, el parámetro a calibrar pasa a 
ser  . 
 Criterios de parada (N1, N2 y N3): Son el número de iteraciones máximo que 
deciden el momento de parada del proceso iterativo. 
Todos los programas de esta Tesina han sido escritos en lenguaje Matlab y ejecutados 
en un Intel® Core™ 2 Duo CPU E8500 a 3,16GHz. La ejecución del algoritmo ha sido 
probado usando el conjunto clásico de problemas de referencia en el campo del 
cálculo de rutas (Solomon, 1987).Estos están compuestos de seis tipos de problemas 
diferentes (C1, C2, R1, R2, RC1 y RC2), donde cada tipo está compuesto de entre 8 y 
12 problemas de 100 clientes y un almacén.  
El nombre de cada tipo viene a partir de: 
 La disposición de los clientes (C, R y RC).  
 Las restricciones temporales de los clientes y la capacidad de los vehículos (1 
y 2) 
Los problemas C son los que sus clientes están localizados de manera agrupada por 
zonas (clusters). El tipo R tiene una localización aleatoria y uniforme sobre el espacio. 
Y el último grupo, RC, es una combinación de los dos anteriores.  
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Las coordenadas de los clientes son idénticas para todos los problemas de tipo R, C y 
RC. Solo se diferencian según la flexibilidad de las ventanas temporales y la 
capacidad de los vehículos que los sirven. Los problemas 1 (C1, R1 y RC2) son los 
más restrictivos, ventanas temporales y capacidades pequeñas; mientras que los otros 
(C2, R2 y RC2) tienen estas características más grandes. 
4.2 Calibración de los parámetros M, θ y p1 
Se ha creado un proceso iterativo multirandom de obtención de resultados para 
diferentes valores de M, θ y p1: 
Tabla 4.1   Valores de los parámetros a calibrar 
Parámetros Valores 
M 10 20 50 100 200 
θ 50 75 100 200  
p1 0 0,25 0,5 0,75 1 
 
Los parámetros N1, N2 y N3 y b han sido fijados: 







Para calibrar los parámetros se han combinado los mismos de todas las maneras 
posibles y se han aplicado para todos los tipos de problema. En la tabla 4.3 de a 
continuación se muestran los resultados de la calibración para el problema R208. Para 
no sobrecargar el documento, se disponen del resto de calibraciones en el anejo IV. 
Cada punto representado en las gráficas de las figuras 4.1, 4.2 y 4.3 corresponde a 
una resolución aleatoria del programa multirandom para distintos valores de cada 
parámetro. Las tablas 4.4, 4.5 y 4.6 representan, para cada parámetro, la frecuencia 
de los valores que ofrecen mejores resultados. El proceso de selección de los 
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Calibración del parámetro M 
 
Tabla 4.4   Frecuencia del parámetro M de 










Fig. 4.1   Representación de las distancias para diferentes valores 
del parámetro M. 
 
Calibración del parámetro θ 
 
Tabla 4.5   Frecuencia del parámetro  θ  de 









Fig. 4.2   Representación de las distancias para diferentes valores 
del parámetro M. 
 
Calibración del parámetro p1 
 
Tabla 4.6   Frecuencia del parámetro p1 de 










Fig. 4.3   Representación de las distancias para diferentes valores 
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La recopilación de los parámetros para los distintos problemas estudiados se muestra 
a continuación: 
Tabla 4.7   Resumen de la calibración de los parámetros para N1=3000, N2= N3= 2000, b=0,2. 
Problema M θ p1 
RC107 10 200 0,25 
RC108 10 50 0,25 
RC207 10 75 0,25 
RC208 10 100 0,75 
R107 10 100 0,75 
R108 10 100 0,75 
R207 10 100 0,5 
R208 10 75 0,5 
 
4.3 Calibración de los criterios de parada 
Los criterios de parada determinan el número de iteraciones en que se debe parar el 
proceso iterativo de cálculo. Se determinan tres parámetros: N1, N2 y N3. 
El primero de estos parámetros, N1, guarda relación con el número de clientes y con el 
tiempo de computación. Su calibración se basa en la estabilización de la solución del 
coste con el tiempo, determinándose N1 con el número de iteraciones a partir del cual 
se observa una asíntota horizontal propia de que la solución es estable: 
Calibración del parámetro N1 
  
Fig. 4.4   Calibración del parámetro N1 para el problema estático R208 (distancia y vehículos). Se toma N2= N3=2.000 y 
Ω=0,2. 
A partir del tiempo correspondiente a N1 la solución podría mejorar muy levemente a 
costa de un muy mayor tiempo computacional (más iteraciones). No obstante, no 
resulta rentable gastar tantos recursos (el tiempo de cálculo en sí) para tan poco 
rédito, de modo que con esta calibración se está fijando un criterio para optimizar el 
tiempo de computación del proceso iterativo. Con esta analogía entre N1 y el tiempo 
computacional se desprende que cuanto mayor sea éste último más grande también 
será el parámetro que se está calibrando. La calibración de los otros dos parámetros 
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Calibración de los parámetros N2 y N3 
  
Fig. 4.5   Calibración de los parámetros N2 y N3 para el problema estático R208 (distancia y vehículos). Se toma 
N1=10.000 y Ω=0,2. 
De las figuras 4.4 y 4.5 se extraen los valores de los parámetros de los criterios de 
parada que generan mejores soluciones: 





4.4 Calibración del tamaño del área de influencia 
Con la calibración del tamaño vecindario (área de influencia) se intenta acotar la zona 
en la que el programa debe buscar el cliente a combinar durante el proceso de 
permutación con los movimientos que se ha explicado con anterioridad (Cross-Over, 
Insert  y Insert Interrutal). El objeto es encontrar un radio que determine el hinterland 
óptimo de cada nodo a la hora de escoger su compañero de permutación en las rutas. 
Asumiendo que el área de influencia será circular (esto es, considerando que el 
entorno es isótropo), el radio de influencia vendrá dado por la expresión que sigue: 
         
(4.1)   : radio de influencia del nodo 
Ω: parámetro de calibración del radio de influencia 
A: región donde están distribuidos todos los clientes (área total) 
Entonces, para la determinación óptima de    se debe calibrar Ω. Evidentemente se 
deben evitar los desplazamientos excesivamente largos que aumentan el coste total 
del ruteo, luego conviene que Ω sea lo más pequeño posible. Sin embargo, su 
determinación dependerá también de la densidad de clientes. 
Como se observa en el caso (A) de la figura 4.6, una zona de influencia demasiado 
reducida imposibilitaría el movimiento (permutación) con un siguiente nodo, pues 
durante el proceso de elección del siguiente cliente a servir no encontrará ningún 
usuario dentro de su radio de acción. Luego este valor de    depende de la densidad 
de clientes en la región. En el caso contrario, en la situación (B) el área es demasiado 
grande. El parámetro    se debe acotar para obtener la mejor solución, pues tal vez en 



















































Valor de N2 y N3
Chac Sam, Anh-Van (2010) 




permutar exigiendo un desplazamiento demasiado largo que afectaría negativamente 
al coste total del ruteo. Es decir, con una    grande podría no obtenerse la mejor 
elección. Finalmente, el caso (C) constituye la situación óptima de equilibrio entre las 
situaciones anteriores teniendo clientes con los que seguir la ruta a una distancia tal 
que no afecte demasiado al coste total de la operación. 
 
Fig. 4.6   Calibración del radio del área de influencia. Discusión de casos posibles. 
Las conclusiones avanzadas sobre la discusión del tamaño óptimo del área de 
influencia se confirman en las figuras que siguen sobre la calibración de Ω: 
Calibración del parámetro Ω 
  
Fig. 4.7   Gráficas de la calibración del parámetro Ω para el problema estático R208 (distancia y vehículos). Se toma 
N1=10.000 y N2= N3=2.000. 
Como se había comentado existe un valor óptimo para una Ω ni demasiado pequeña 
ni demasiado grande. A la vista de los resultados obtenidos se opta por: 
Tabla 4.9   Valor escogido para el parámetro de estudio Ω. 
Parámetro Valor 
Ω 0,2 
4.5 Validación del algoritmo con la aplicación de la batería de Solomon 
Una vez realizado el proceso de calibración de los parámetros se procede a aplicarlos 
a los problemas de la batería de Solomon. La intención de esta sección es validar el 
algoritmo propuesto comprobando que los resultados obtenidos estén dentro de un 
rango aceptable con respecto a los mejores valores observados en la literatura 
científica. Se trata de mostrar la mejora de las soluciones gráficamente y averiguar la 
efectividad del programa comparando los resultados con los mejores publicados. 
Anteriormente se ha explicado que el método de resolución consta de dos fases: fase I 
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mediante la permutación Insert interrutal que reordena las posiciones dentro de una 
misma ruta). Con la intención de hallar mejores soluciones, se ha analizado también la 
posibilidad de utilizar el Insert interrutal dentro de la primera fase. 
Se ha estudiado cómo afecta a los resultados el introducir o no el movimiento del 
Insert interrutal dentro del proceso iterativo inicial (manteniéndolo en todo caso en el 
proceso de reoptimización, fase II). Para validar el algoritmo los resultados se coparan 
también con los de Rochat y Taillard (1995), Chiang y Russell (1996), Taillard et al. 
(1997) y Cordeau et al. (2000). 
Tabla 4.10   Tabla resumen de la comparación de los resultados obtenidos. Se han usado los problemas RC108, 
RC107, RC208, RC207, R108, R107, R208, R207. 
 
Problema 
Resultados de la Tesina Mejores resultados 
publicados 










vehículos distancia vehículos distancia 
RC108 58,9 1208 13 1279,1 58,06 1303,2 13 1258,5 9 964,38 
RC107 51,04 775,4 15 1413,3 59,18 1099 16 1472,6 11 1230,54 
RC208 51,7 1109,7 7 914,1 45,3 757,6 6 939,5 3 829,69 
RC207 54,4 2398,8 9 1158 54,4 949,2 9 1178,8 3 1062,05 
R108 58,4 636,2 13 1066,1 57,7 1517,5 13 1036 9 964,38 
R107 57,4 1018,8 15 1201,7 54,34 1097 16 1192 10 1113,69 
R208 57,9 774,75 5 814 32,18 1370,7 4 747,03 2 731,23 
R207 39,7 909,8 8 930,9 32,2 1370,7 7 856,5 2 914,39 
* Estos campos tienen unidades estándar de tiempo y distancia. 
Se observa que los resultados obtenidos en esta Tesina son generalmente inferiores si 
se comparan con los mejores, pero el porcentaje de diferencia no es muy elevado. 
Este hecho es justificable en dos sentidos. Primero, nuestro objetivo es obtener 
resultados en un tiempo computacional más bajo. Esto es un punto a favor en 
contraste con otros métodos que normalmente requieren horas para obtener los 
resultados. Segundo, esta investigación tampoco tiene el propósito de competir con los 
mejores resultados del VRPTW, sino de proponer un buen algoritmo para luego usarlo 
en el problema dinámico y tiempo-dependiente. Se debe considerar que existe una 
amplia literatura y bagaje de investigación realizados por grandes expertos en la 
materia. Las contribuciones científicas suelen tardar años en desarrollarse, mientras 
que en esta Tesina académica se ha tardado 6 meses en realizar el estudio, crear un 
programa que cumpla los requisitos de cálculo de un conjunto de rutas y hacer un 
análisis comparativo con los mejores resultados obtenidos en la literatura. 
El estudio de la introducción del Insert interrutal en las fases I y/o II permite estudiar el 
efecto de la reoptimización en el algoritmo propuesto: 
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Fig. 4.8   Efectos de la reoptimización en la solución del algoritmo. Muestra de mejora de rutas. 
En esta figura 4.8 se muestra claramente como la reoptimización induce a mejoras en 
el ruteo. Se muestran tres casos de mejoras (dos sombreados de granate-rosa y uno 
ampliado) en los que se puede apreciar como a través de la reoptimización se obtiene 
un resultado mejorado, como se observa claramente en el caso de la ruta ampliada En 
la fase de reoptimización se utiliza el movimiento Insert-interrutal que reordenan los 
nodos dentro de la misma ruta cumpliendo las restricciones temporales para obtener 
un menor coste total en distancia recorrida. 
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5 Aplicación del método a un caso real  
  
CAPÍTULO 
Aplicación del método a un 
caso real 5 
Este capítulo se dedica a extraer los resultados experimentales 
obtenidos con el algoritmo dinámico tiempo-dependiente.  
Primero de todo, se utilizan unos problemas de la batería de 
Solomon para comparar los resultados obtenidos con los 
mejores existentes hasta el momento. 
Seguidamente, se creará unos problemas test que reflejen las 
complicaciones de un problema dinámico y tiempo-
dependiente, y utilizar el método explicado para su resolución. 
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5.1 Aplicación a un caso dinámico y tiempo-dependiente 
Habiendo comprobado la consistencia del algoritmo utilizado con la generación de la 
batería de problemas de Solomon se procede a su aplicación en un caso más real. 
Una situación real se caracteriza por su condición dinámica y dependiente del tiempo. 
Así pues, se procede a la aplicación del algoritmo planteado en una situación real en la 
que las variables del problema dejarán de estar completamente fijas. Éste es, 
precisamente, uno de los puntos fuertes del trabajo realizado en la presente Tesina, ya 
que hasta ahora la aplicación de algoritmos teóricos a casos reales ha sido 
relativamente poco frecuente. Con este estudio del caso práctico se pretende indagar 
en un aspecto todavía escasamente analizado sobre el problema de la distribución de 
mercancías. 
5.2 Generación de los problemas dinámicos y tiempo-dependientes 
Para poder poner en funcionamiento los métodos de resolución comentados, la autora 
ha creado unas aplicaciones informáticas en lenguaje MATLAB® que resuelven el 
problema en las situaciones pertinentes. Estas aplicaciones son inéditas y generadas 
ad hoc para  esta Tesina. 
La batería de problemas de Solomon (1987) se ha usado para resolver el entorno 
estático y comparar los resultados con los mejores encontrados hasta el momento. En 
esta sección se crean las variables tiempo-dependientes y dinámicas que se 
comentaron, y se añaden al conjunto de variables de los problemas de la batería de 
Solomon (1987).  
5.2.1 Entorno dinámico 
Con tal de generar problemas dinámicos, se ha añadido una columna a los datos 
creados por Solomon (1987) que representan las horas reales en las que los clientes 
solicitan el servicio (ai). A aquellos clientes que se introducen a la rueda de distribución 
una vez ha empezado la jornada (y que, por lo tanto, aportan la condición dinámica al 
problema) se les asigna una hora de llamada tal que siempre sea inferior a su 
finalización de la ventana temporal: 
    
                                            
     
                                       
  
 ∈  * 
 ∈       
 
(5.1) 
ai : hora de llamada del cliente i 
ei : hora del inicio de la ventana temporal 
(l1-e1): duración de la jornada de distribución 
li : hora final de la ventana temporal 
  
  : tiempo de servicio del cliente i 
 : parámetro que define el límite de aceptación de llamadas 
La lectura de la expresión anterior debe hacerse en el sentido en que para ai se 
genera un valor al azar; si éste resulta ser inferior a li (momento en que se cierra la 
ventana temporal) permanece como hora de la llamada del cliente; si, por el contrario, 
resulta ser superior a li se le aplica a ai la segunda expresión. 
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El parámetro   se ha definido para limitar el horario de aceptación de llamadas. Es 
decir, todos aquellos clientes nuevos que soliciten el pedido antes de         , será 
servido. En esta investigación se ha tomado el valor de  =0,8. 
5.2.2 Variables tiempo dependientes 
Como se ha comentado anteriormente, la variable dependiente del tiempo es la 
velocidad de viaje. En nuestro problema no definimos las velocidades sino que, 
dependiendo del intervalo de tiempo, se asignan unos tiempos de viaje             ∈   . 
Se ha divido la jornada de reparto en cuatro intervalos de tiempo definidos en la tabla 
5.1. También se hace corresponder unos tiempos de viaje para cada arco e intervalo 
m. 




Límite inferior del intervalo de 
tiempo (mi) 
Tiempo de viaje rij(t) 
1 0     
2 (l0-e0)/4+           
3 2(l0-e0)/4+           
4 3(l0-e0)/4+        
 
Los parámetros de    ,   ,    y   ,    son parámetros random que comprendidos entre 
unos valores.  
 
       
  
          
       
  
 (5.2) 
              (5.3) 
(l1-e1) : Duración de la jornada laboral  
5.3 Variables independientes del problema 
5.3.1 Grado de dinamismo 
La naturaleza de dinámico del problema que se está analizando se introduce al 
algoritmo con el enrutamiento de nuevos clientes no programados al inicio de la 
jornada de reparto. En este sentido, y con un número total fijo de usuarios a servir, 
cuantos más clientes no programados haya más dinámico será el problema, es decir, 
existen grados de dinamismo. 
   
                         
                   
 (5.4) 
        (5.5) 
σd : grado de dinamismo del problema 
σe : nivel estático del problema. 
Obviamente cuanto más dinámico menos estático y viceversa. 
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El algoritmo propuesto está pensado para que se le apliquen diferentes grados de 
dinamismo, lo cual significará que habrá una mayor o menor proporción de clientes no 
programados de inicio a la hora de plantear el problema. 
El resultado y el análisis de lo que provoca este grado de dinamismo se discute con 
los resultados obtenidos. 
5.3.2 Discretización del tiempo 
La ejecución del algoritmo en el problema con entorno dinámico se resuelve mediante 
el concepto rolling horizon (horizonte móvil) que formuló Psaraftis (1998). En el 
instante t solamente se consideran en el algoritmo las demandas que hayan sido 
solicitadas durante el intervalo [t, t+ Δt], siendo Δt la duración del rolling horizon. Así 
pues, se divide la jornada de reparto en periodos de igual duración (Δt), y en cada uno 
de ellos se irá resolviendo un cálculo de rutas estacionario para la inserción de un 
grupo de servicios nuevos. Se desprende, entonces, que en función de las franjas que 
se dispongan el intervalo Δt será de mayor o menor duración, provocando la repetición 
más o menos asidua del algoritmo. 
La relevancia de este hecho está en la aplicación dinámica que se le pretende dar al 
problema y la inserción de los nuevos clientes „dinámicos‟ a la rueda de reparto. 
Pongamos el caso de periodos temporales cortos y largos: 
 
Fig. 5.1   Aplicación de períodos largos y cortos en la discretización del tiempo en la aplicación del algoritmo. 
Si un servicio se solicita en un instante ai=T1+δt (con δt>0) el algoritmo no lo procesará 
hasta T2. Lógicamente, cuanto mayor sea Δt mayor será la demora introducida, 
empeorando la calidad del servicio y dejando más tiempo para la incorporación de 
nuevos clientes que dificultarán más la redistribución de rutas. Parece razonable tratar 
de fijar un Δt lo más pequeño posible, ya que la actualización del algoritmo sería 
inmediata y mejoraría el servicio ofrecido al cliente. Sin embargo, la repetición del 
algoritmo carga computacionalmente el problema ya que constantemente se debería 
analizar y mejorar el escenario del reparto. Se propondrán varios tamaños de 
discretización del tiempo y se discutirán con los resultados obtenidos. 
5.4 Análisis de los resultados obtenidos en el caso real 
En esta sección se muestran los resultados obtenidos de solucionar el problema R208 
modificado para diferentes grados de dinamismo (σd). Cada uno se trata con un 
tamaño de discretización diferente con el la intención de averiguar cuál es la medida 
óptima para su resolución. Se reflejará los impactos entre escoger un largo o corto 
horizonte de tiempo.  
Δt corto





Tiempo que tarda en ser procesada la 
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Se han tomado para el estudio 5 grados de dinamismo (σd=0, σd=0,2, σd=0,4, σd=0,7, 
σd=0,9). El problema con σd=0 es totalmente estático, de modo que en este caso es 
inútil la discretización del tiempo ya que el cálculo de las rutas se realiza una sola vez 
antes de iniciar el reparto.  
Tabla 5.2   Resultados del problema R208 estático extraídos de la tabla 4.10. 
σd=0 / σe=1 
# vh. Dist. t CPU 
814 5 774,75 
 
A medida que tratamos con problemas más dinámicos, la dificultad para obtener un 
conjunto de rutas óptimo es mayor. Así pues, es lógico que los costes obtenidos para 
los problemas dinámicos sean mayores que para los estáticos. 
A continuación se muestra una tabla con los costes que supondría solucionar los 
problemas con las características expuestas: 
Tabla 5.3   Resultados de la resolución del problema R208 modificado para diferentes grados de dinamismo y varios 
tamaños de la discretización del tiempo. 
nint Δt 








# vh. Dist. 
t CPU 
(seg.) 
# vh. Dist. 
t CPU 
(seg.) 
# vh. Dist. 
50 20 656 6 954,9 887,54 4 1001,8 1122,3 6 1217 688,57 4 1068,4 
30 33 658,43 6 982,7 720,2 5 964,3 993,12 6 1213,1 752,87 8 1329,3 
20 50 695,6 6 948,9 844,8 7 1008,9 1249,9 7 1309,3 390,7 9 1360,1 
15 67 704,16 4 926,96 809,17 6 1106,4 1232,3 4 1184,6 719 10 1204,3 
10 100 706,03 5 936,3 816,7 5 1102,1 1077,7 5 1284,7 119,98 4 1141,8 
7 143 451,45 5 1027,2 727,7 5 1164,3 1003,1 4 1197,9 841,9 12 1177,7 
5 200 665,8 4 992,7 641,32 4 1109,5 1462,4 5 1217,6 662,18 7 1263 
4 250 461,96 4 991,8 611 3 1047,3 1293,2 5 1210,4 524,9 5 858,02 
3 333 837,7 5 976,2 825,9 6 1152,6 1103,6 7 1302 398 11 1173,4 
  
Para un mejor análisis de los resultados se han realizado unos gráficos que 
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Resultados del problema R208 modificado para diferentes grados de dinamismo 
σd=0,2 / σe=0,8 
  
σd=0,4 / σe=0,6 
  
σd=0,7 / σe=0,3 
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Se observa en las figuras que a mayor grado dinámico mayores costes, ya que al no 
disponer de información del futuro próximo hace que los clientes que van surgiendo se 
enruten al instante sin una mayor visión global. 
De la tabla 5.3 y las figuras 5.2 se extrae las siguientes ventajas e inconvenientes de 
usar diferentes tamaños de discretización del tiempo: 
Δt cortos 
● Es lógico pensar que para horizontes de tiempo (Δt) cortos, el nivel de servicio 
que se ofrece a los clientes es muy bueno ya que una alta frecuencia de 
actualización de las rutas permite atender y servir con más rapidez las nuevas 
peticiones.  
● El inconveniente de este tamaño de discretización es que existen menos 
posibilidades para optimizar el conjunto de rutas para la ejecución del algoritmo 
ya que se desconocen los escenarios futuros. Si la frecuencia de ejecución del 
método es alta, implica que el número de clientes a inserir es bajo y, 
consecuentemente, hay menos juego a la hora de combinar las rutas y obtener 
menores costes en distancias.  
Δt largos 
● Existe un tamaño de los intervalos de tiempo en el que la capacidad limitada de 
los vehículos ya no permite abastecer a más clientes con la flota que se dispone. 
El algoritmo tiene programado que todos los clientes que soliciten el servicio 
dentro de cada Δt sean servidos. Por lo tanto, si un cliente no puede ser insertado 
en ninguna ruta existente se añade a la actividad de reparto un vehículo nuevo. 
Este hecho hace que el coste aumente considerablemente, en términos de 
distancia (ida y vuelta del almacén) y de flota.  El lector puede llegar a pensar que 
en vez de ampliar la flota, se pueden reutilizar aquellos vehículos que ya hayan 
finalizado su ruta y vuelto al almacén para vaciar/llenar su capacidad. Pero dicho 
hecho no disminuiría los costes en distancia por los viajes en vacío.  
● Además de generar un coste excesivo, el nivel de servicio ofrecido a los clientes 
en este tamaño de discretización es bastante deficiente y lento, ya que se forman 
grandes colas de pedidos a gestionar y distribuir. 
Δt muy largos 
● Para intervalos de tiempo muy grandes, el problema que se sufre en Δt largos se 
soluciona amortizando los vehículos de nueva inserción a la actividad de reparto. 
Al disponer de una gran cantidad de clientes a enrutar, los vehículos introducidos 
dejan de representar un coste excesivo, puesto que son aprovechados para servir 
a los demás clientes.   
● Los vehículos que se han añadido a la distribución en el intervalo de tiempo, 
también tienen capacidad finita, por lo tanto llega un momento en que se 
necesitan más vehículos que al principio no serán provechosos. Esta es la 
justificación al comportamiento sinusoidal que se muestra en las figuras 5.2. 
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● Este tamaño, no obstante, agudiza el deficiente servicio que reciben los clientes, 
con el riesgo de llegar a infringir las franjas horarias que exigen los solicitantes del 
servicio. 
De este modo, se concluye que para cada grado de dinamismo se debe atribuir un 
tamaño de Δt óptimo que equilibre las ventajas y los inconvenientes de los tres 
escenarios comentados. El factor que claramente provoca el aumento del coste es la 
ampliación de la flota. Por lo tanto, la variable determinante para la decisión de la 
duración de los intervalos de tiempo es el número de clientes a servir en cada franja 
horaria teniendo en cuenta la disponibilidad de los vehículos. Pero el tamaño de la 
discretización del tiempo no debe de ser excesivo, ya que el ahorro del coste no ha de 
ser a costa de disminuir el nivel de servicio hacia los clientes.  
A continuación se muestra el tamaño de las discretizaciones que se consideran que 
generan los resultados óptimos y eficientes para cada grado de dinamismo.  




# vh. Dist. 
0,2 67 704,16 4 926,96 
0,4 33 720,2 5 964,3 
0,7 67 809,17 6 1106,4 
0,9 33 752,87 5 858,02 
 
 
   
Se desprende de la tabla de resultados que a mayor grado de dinamismo, mayor 
cantidad de clientes a enrutar durante cada intervalo, y por lo tanto, con altas 
frecuencias de actualización se consiguen menores costes a la vez que se ofrece un 
mejor nivel de servicio. Por el contrario, a menor número de clientes dinámicos es 
poco efectivo actualizar recurrentemente, aunque esto puede repercutir en un peor 
nivel de servicio ofrecido a alguno de los clientes.  
Se debe tener en consideración los tiempos computacionales de ejecución del 
programa para la resolución del problema estacionario en cada intervalo de tiempo. Si 
la actualización de las rutas tarda más que la duración del mismo intervalo, se 
produciría una concatenación de retrasos aplazando el inicio de la próxima 
actualización y aumentando involuntariamente la duración de los intervalos Δt. Los 
tiempos computacionales que aparecen en las tablas 5.3 y 5.4 representan la duración 
del cálculo de rutas de toda una jornada de reparto para el caso creado R208, y por lo 
tanto, no se puede hacer una comparación entre estos resultados y Δt. 
5.5 Análisis del programa paso a paso 
En esta sección se aplica el método para un tipo de grado dinámico y su pertinente Δt 
que mejores resultados genera. Se representa gráficamente el cálculo de las rutas y el 
proceso de inserción de los vehículos para algunos intervalos de tiempo. 
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Tabla 5.5   Conjunto de figuras que representan el proceso de enrutamiento de los clientes estáticos y la posterior 
inserción de los clientes dinámicos en diferentes intervalos de tiempo. 
Proceso de inserción de los clientes para un caso dinámico σd=0,2 con Δt=66 
  
1. Obtención del conjunto de rutas inicial mediante el 
algoritmo Clarke&Wright (1964).. 
2. Evolución del coste en durante el proceso de iterativo 
de optimización con el algoritmo Tabu Search. 
  
3. Conjunto de rutas para los clientes que solicitan el 
servicio antes de el inicio de la jornada de reparto. 
4. Reoptimización de las rutas anteriores mediante los 
movimientos Insert-Interrutal. 
  
5. Conjunto de clientes nuevos y dinámicos que van 
apareciendo en cada intervalo de tiempo. 
6. El primer intervalo de tiempo con inserción del cliente 
95 en una de las rutas existentes. 
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7. Inserción de los clientes de este intervalo. Se aprecia 
en la zona sombreada como ha habido un cambio de de 
rutas para poder enrutar a los clientes 99 y 100. Esto 
verifica que además de inserir los clientes, hace los 
cambios pertinentes para obtener el mejor conjunto de 
rutas. 
8. El nodo 91 se inserta entre 50 y 48, provocando un 
aumento de distancias considerable pero es debido a 
las ventanas temporales y a que estamos en un 
escenario tiempo-dependiente (aunque la distancia sea 
larga, puede tardar menos según la velocidad 
asignada). Además se debe recordar que los vehículos 
están en movimiento y muchos de los clientes ya han 
sido servidos, y, por lo tanto no pueden ser utilizados 
para el enrutamiento. 
  
9. A medida que la jornada avanza es más difícil enrutar 
los nodos en las posiciones óptimas, ya que los 
vehículos ya han realizado la entrega a muchos nodos y 
no todos están disponibles, bien porque no tienen más 
capacidad o porque ya han finalizado la ruta y están en 
el almacén.  
10. Para el nodo 88 se ha asignado un vehículo nuevo 
y exclusivo para este cliente debido a que los clientes 
de alrededor suyo ya han sido servidos o porque no 
cumple con las restricciones temporales. Se demuestra 
entonces, que todos los clientes son servidos a pesar 
de tener que añadir un vehículo más. 
 
Se han descrito algunas peculiaridades del proceso de resolución relacionados con las 
características dinámicas y tiempo-dependientes. Los aspectos más importantes que 
merecen ser mencionados son los siguientes: 
 El algoritmo dedica un proceso iterativo para el enrutamiento de los clientes 
nuevos. Éste viene determinado por dos fases de optimización: 
- Inserción del cliente nuevo en la mejor ruta posible dentro de su área de 
influencia. 
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- Búsqueda de una mejor solución en la zona alrededor del cliente nuevo, 
realizando los  movimientos descritos en los primeros capítulos. 
 El método se enfrenta con multitud de obstáculos para poder enrutar al cliente 
nuevo: horarios de entrega de todas las rutas a modificar, enrutamientos en 
rutas cercanas al cliente nuevo para evitar mayores costes, tiempos de 
recorrido variables, vehículos en movimiento que van cumpliendo los servicios 
solicitados y, por lo tanto, muchas rutas ya no son modificables. Ante todos 
estos condicionantes el algoritmo llega a enrutar al cliente en la mejor posición 
posible, aunque gráficamente no se refleje que sea lo más económico.  
 Para las situaciones en que ningún vehículo puede hacer frente a alguna 
demanda solicitada, se añade crea una nueva ruta desde el almacén para dar 
servicio a los clientes nuevos que lo necesiten. Como se ha comentado en el 
apartado de análisis de resultados, la ampliación de la flota a veces puede ser 
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6 Conclusiones y futuras líneas de investigación 
  
CAPÍTULO 
Conclusiones y futuras 
líneas de investigación 6 
Se citan en este último capítulo las conclusiones obtenidas de 
la realización de la Tesina, tanto a nivel teórico como en 
términos cualitativos.  
Finalmente, se señalan las futuras líneas de investigación 
originadas en esta Tesina.  
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En esta investigación se ha propuesto una formulación para un problema de cálculo de 
rutas (VRP) dinámico con velocidades de recorrido tiempo-dependietes. También se 
ha propuesto el algoritmo, Tabu Search, para resolver este problema.  
El comportamiento del model implementado es muy bueno ya que reduce el coste 
considerablemente. Se llega a dividir el coste hasta 5 veces el resultado de la solución 
inicial obtenida con Clarke&Wright (1964). El hecho es muy importante ya que el 
algoritmo encuentra el camino hacia el óptimo aunque la solución inicial diste mucho 
de la mejor.  
Para probar el funcionamiento y el rendimiento del algoritmo planteado se ha aplicado 
en unos problemas de entorno estático y con variables independientes del tiempo, y se 
ha procedido a compararlos con los mejores resultados conseguidos por expertos en 
la materia. Se desprende, con este trabajo, que las soluciones obtenidas con este 
método son coherentes aunque ligeramente peores que los óptimos publicados por 
científicos (diferencia relativa media del 11%). Se debe tener en consideración que las 
contribuciones hechas por la comunidad científica tardan años en desarrollarse y en 
esta Tesina académica sólo se han dedicado 6 meses de investigación. El estudio 
presentado no tiene tampoco la intención de codearse con los mejores resultados, sino 
constituir un buen estudio sobre un campo poco profundizado y con un tiempo de 
cálculo muy inferior a los estudios referenciados. 
Una vez validado el programa para el escenario estático, se procede a la aplicación 
del algoritmo en unos tipos de problemas con clientes dinámicos y con variables 
tiempo-dependientes. Se hace frente diferentes grados de dinamismo, y se abordan 
los problemas mediante una discretización temporal de la jornada de distribución. 
Debido a que escasean baterías de problemas comunes para un escenario dinámico y 
tiempo-dependiente, la autora ha modificado un problema de la batería de Solomon 
(1987) con el objetivo de generar un caso adecuado a las características del entorno 
objetivo de estudio (dinamismo y velocidades cambiantes en el tiempo). Para cada tipo 
de problema se atribuye un número de clientes estáticos y dinámicos, y se soluciona 
cada caso con diferentes frecuencias de actualización del conjunto de rutas (rolling 
horizon). Se ha trabajado hasta con un 90 % de clientes dinámicos a introducir en 
rutas compuestas por el 10 % restante de clientes. Los costes obtenidos para altos 
grados dinámicos son notablemente superiores a los entornos más estáticos. La 
diferencia relativa entre los costes de un problema con un grado dinámico 0,2 y de uno 
con 0,9 es del 15%. Esto es justificado porque el aumento de la falta de información 
provoca más impedimentos a la hora de optimizar las rutas.  
En el análisis de resultados, se extrae que para cada grado de dinamismo (porcentaje 
de clientes dinámicos) existe un tamaño óptimo de la discretización del tiempo que 
genera mejores soluciones que los demás. La elección se ha hecho en base a llegar a 
un equilibrio entre dar el mejor nivel de servicio a los clientes y minimizar los costes de 
distancia y de flota. Así pues, se concluye que para bajas frecuencias de actualización 
se obtienen menores costes a costa de dar peor nivel de servicio a los clientes. Por el 
contrario, si la frecuencia de actualización es alta los clientes son servidos con más 
rapidez pero existen menos combinaciones para optimizar las rutas ya que para cada 
ejecución del programa hay menos número de clientes. 
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Fig. 6.1   Relación entre el grado de dinamismo y la discretización del tiempo. Valoración de consecuencias. 
No obstante, si se amplía el campo de estudio (más tamaños de discretización) para 
obtener una visión más global, se observa que el coste adopta un comportamiento 
sinusoidal con varios mínimos y máximos. Esto puede ser justificado por una 
ampliación del número de rutas debido a dos posibles razones: algunos clientes no 
han podido ser asignados a ninguna ruta porque la capacidad finita de sus vehículos 
no lo permiten y se añade un vehículo nuevo; o porque las rutas han sido finalizadas y 
los vehículos ya han vuelto al almacén. La nueva ruta generará un coste (por aumento 
de la flota y/o por viajes desde el almacén) que no será amortizado hasta que sirva 
una cantidad mínima de clientes.  
Notése que el programa necesita un tiempo computacional que no puede solaparse 
con la próxima ejecución del mismo ya que retrasaría involuntariamente el resto de 
actualizaciones. Por lo tanto, los bajos intervalos de tiempo para la discretización 
tienen mayor riesgo al solapamiento con el tiempo computacional. 
Aunque el algoritmo propuesto tiene un buen funcionamiento para la resolución de 
problemas dinámicos y tiempo-dependientes, existen varios caminos a fructiferar. A 
continuación se exponen dos propuestas para futuras líneas de investigación: 
 El modelo Tabu Search minimiza la función coste mediante permutaciones de 
clientes cercanos entre ellos. Gracias a estos movimientos durante el inicio de 
la optimización muchas rutas son unidas, pero a medida que el proceso 
iterativo avanza la cantidad de rutas se estabiliza, bien porque no hay más 
posibilidad de unión entre ellas, o bien porque los movimientos no lo permiten. 
Aún así, una buena forma de salir de dudas y reforzar la disminución del 
número rutas y, por lo tanto, del número de vehículos necesarios, sería 
combinar el modelo con un procedimiento que estudiara la posibilidad de 
entrelazar rutas.  
 Otra manera de reducir costes en número de rutas y, consecuentemente, en 
distancias (se evitan recorridos al almacén innecesarios) es trabajar con rutas 
abiertas. Es decir, no permitir que un vehículo vuelva al almacén a no ser que 
sea estrictamente necesario para recargarse/vaciarse de mercancía. Este 
procedimiento disminuiría los costes sobre todo en problemas muy dinámicos 
en los que se recibe constantemente nuevas y desconocidas solicitudes. 
 Se propone coger discretizaciones cambiantes en función del número de 
clientes a optimizar en cada intervalo. De esta manera, se analizaría cuál es el 
número de clientes mínimo a utilizar en cada actualización para evitar crear 
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A continuación se muestran los anejos de la tesina, 
constituídos por todos aquellos pasos intermedios básicos y 
necesarios para llegar al objetivo alcanzado y que, 
básicamente para no sobrecargar el documento principal y la 
comprensión del lector, se ha decidido no mostrar con toda la 
información principal. 
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(xi, yi) Coordenadas geográficas del cliente i 
[ei, li] Ventana temporal del cliente i 
ai Hora de llamada del cliente nuevo i 
α Factor de penalización por exceso de capacidad 
Δt Intervalos de tiempo 
β Factor de penalización por exceso de duración 
C Conjunto de nodos-clientes del problema 
Cij
d Coste directo de recorrido entre los clientes i y j 
Cj
k Coste indirecto del vehículo k 
D Distancia total 
di Demanda solicitada del cliente i 
di* Demanda solicitada del cliente i nuevo 
Dij Distancia entre los nodos i y j 
Ei Hora en la que el vehículo k empieza su servicio en el cliente i 
F Conjunto de vehículos disponible (flota) 
gc coste penalización por capacidad 
gr coste penalización por repeticion 
gt coste penalización por tiempo 
γ Factor para intensificar una búsqueda diversificada 
hi hora en la que llega el vehículo asignado al cliente i 
Hi Hora máxima en la que puede llegar el vehículo al cliente i 
itot Número de iteración  
mi Hora del límite inferior del intervalo i para las velocidades 
N Conjunto de nodos del problema 
N1 Número de iteraciones total máximo 
N2, N3 Número de iteraciones sin mejora del mínimo coste 
Ntot 
Número total de clientes con solicitud anterior al inicio de 
jornada 
ni Número de intervalos en la discretización del tiempo 
p Probabilidad para realizar el movimiento cross over 
p1 Probabilidad a partir de la cual hace insert 
q Capacidad máxima de los vehículos idénticos de la flota 
R Conjunto de rutas 
RI Radio de influencia máxima de cada cliente para unirse con otro 
rij Tiempo de recorrido entre los clientes i y j 
rij(t) Tiempo de recorrido entre los cliente i y j en el instante t 
Si Hora de salida del cliente i 
σd Grado de dinamismo 
σe Grado de estaticidad 
texc Tiempo excedido 
Ti Hora del límite inferior del intervalo i para la resolucion dinamica 
ti
s Tiempo de servicio del cliente i 
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Tiempo desde que el vehículo empieza el servicio en i hasta que 
llega a j 
θ Tabu 
wi Tiempo de espera (waiting) 
Xij
k Variable de decisión de si el vehículo k realiza el recorrido i-j 
Yij
k Variable de decisión del vehículo k 
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Problemas de la batería de Solomon (1987) utilizados 
En este anejo se mostrarán los datos de los problemas utilizados en la Tesina. 
Problema R107 
R107 
      
       VEHICLE 
      NUMBER CAPACITY 
     25 200 
     
       CUSTOMER 
      







       1 35 35 0 0 230 0 
2 35 17 7 0 202 10 
3 55 45 13 0 197 10 
4 55 20 19 139 169 10 
5 15 30 26 0 199 10 
6 25 30 3 89 119 10 
7 20 50 5 0 198 10 
8 10 43 9 85 115 10 
9 55 60 16 87 117 10 
10 30 60 16 114 144 10 
11 20 65 12 57 87 10 
12 50 35 19 0 205 10 
13 30 25 23 149 179 10 
14 15 10 20 0 187 10 
15 30 5 8 51 81 10 
16 10 20 19 0 190 10 
17 5 30 2 147 177 10 
18 20 40 12 0 204 10 
19 15 60 17 0 187 10 
20 45 65 9 0 188 10 
21 45 20 11 0 201 10 
22 45 10 18 87 117 10 
23 55 5 29 58 88 10 
24 65 35 3 0 190 10 
25 65 20 6 156 186 10 
26 45 30 17 0 208 10 
27 35 40 16 27 57 10 
28 41 37 16 0 213 10 
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29 64 42 9 0 190 10 
30 40 60 21 61 91 10 
31 31 52 27 0 202 10 
32 35 69 23 0 186 10 
33 53 52 11 27 57 10 
34 65 55 14 0 183 10 
35 63 65 8 133 163 10 
36 2 60 5 41 71 10 
37 20 20 8 0 198 10 
38 5 5 16 73 103 10 
39 60 12 31 34 64 10 
40 40 25 9 75 105 10 
41 42 7 5 87 117 10 
42 24 12 5 25 55 10 
43 23 3 7 0 185 10 
44 11 14 18 59 89 10 
45 6 38 16 29 59 10 
46 2 48 1 0 184 10 
47 8 56 27 0 185 10 
48 13 52 36 0 192 10 
49 6 68 30 98 128 10 
50 47 47 13 0 203 10 
51 49 58 10 0 193 10 
52 27 43 9 0 208 10 
53 37 31 14 85 115 10 
54 57 29 18 0 197 10 
55 63 23 2 126 156 10 
56 53 12 6 120 150 10 
57 32 12 7 0 196 10 
58 36 26 18 180 210 10 
59 21 24 28 0 202 10 
60 17 34 3 0 201 10 
61 12 24 13 0 194 10 
62 24 58 19 48 78 10 
63 27 69 10 0 185 10 
64 15 77 9 63 93 10 
65 62 77 20 49 79 10 
66 49 73 25 117 147 10 
67 67 5 25 73 103 10 
68 56 39 36 132 162 10 
69 37 47 6 40 70 10 
70 37 56 5 168 198 10 
71 57 68 15 0 180 10 
72 47 16 25 0 197 10 
73 44 17 9 0 199 10 
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74 46 13 8 139 169 10 
75 49 11 18 0 192 10 
76 49 42 13 63 93 10 
77 53 43 14 169 199 10 
78 61 52 3 86 116 10 
79 57 48 23 82 112 10 
80 56 37 6 168 198 10 
81 55 54 26 0 192 10 
82 15 47 16 0 196 10 
83 14 37 11 0 198 10 
84 11 31 7 91 121 10 
85 16 22 41 0 196 10 
86 4 18 35 0 184 10 
87 28 18 26 83 113 10 
88 26 52 9 64 94 10 
89 26 35 15 0 211 10 
90 31 67 3 0 187 10 
91 15 19 1 0 194 10 
92 22 22 2 18 48 10 
93 18 24 22 169 199 10 
94 26 27 27 0 207 10 
95 25 24 20 0 205 10 
96 22 27 11 0 204 10 
97 25 21 12 0 202 10 
98 19 21 10 0 198 10 
99 20 26 9 73 103 10 
100 18 18 17 165 195 10 
101 41 49 10 0 204 10 
 
  
Chac Sam, Anh-Van (2010) 






      
       VEHICLE 
      NUMBER CAPACITY 
     25 200 
     
       CUSTOMER 
      







       1 35 35 0 0 230 0 
2 35 17 7 0 202 10 
3 55 45 13 0 197 10 
4 55 20 19 139 169 10 
5 15 30 26 0 199 10 
6 25 30 3 0 208 10 
7 20 50 5 0 198 10 
8 10 43 9 85 115 10 
9 55 60 16 87 117 10 
10 30 60 16 0 194 10 
11 20 65 12 57 87 10 
12 50 35 19 0 205 10 
13 30 25 23 149 179 10 
14 15 10 20 0 187 10 
15 30 5 8 51 81 10 
16 10 20 19 0 190 10 
17 5 30 2 0 189 10 
18 20 40 12 0 204 10 
19 15 60 17 0 187 10 
20 45 65 9 0 188 10 
21 45 20 11 0 201 10 
22 45 10 18 0 193 10 
23 55 5 29 58 88 10 
24 65 35 3 0 190 10 
25 65 20 6 156 186 10 
26 45 30 17 0 208 10 
27 35 40 16 0 215 10 
28 41 37 16 0 213 10 
29 64 42 9 0 190 10 
30 40 60 21 0 194 10 
31 31 52 27 0 202 10 
32 35 69 23 0 186 10 
33 53 52 11 0 195 10 
34 65 55 14 0 183 10 
Chac Sam, Anh-Van (2010) 




35 63 65 8 0 178 10 
36 2 60 5 0 178 10 
37 20 20 8 0 198 10 
38 5 5 16 73 103 10 
39 60 12 31 0 186 10 
40 40 25 9 0 208 10 
41 42 7 5 0 191 10 
42 24 12 5 0 194 10 
43 23 3 7 0 185 10 
44 11 14 18 59 89 10 
45 6 38 16 0 190 10 
46 2 48 1 0 184 10 
47 8 56 27 0 185 10 
48 13 52 36 0 192 10 
49 6 68 30 0 176 10 
50 47 47 13 0 203 10 
51 49 58 10 0 193 10 
52 27 43 9 0 208 10 
53 37 31 14 85 115 10 
54 57 29 18 0 197 10 
55 63 23 2 126 156 10 
56 53 12 6 0 190 10 
57 32 12 7 0 196 10 
58 36 26 18 180 210 10 
59 21 24 28 0 202 10 
60 17 34 3 0 201 10 
61 12 24 13 0 194 10 
62 24 58 19 48 78 10 
63 27 69 10 0 185 10 
64 15 77 9 0 173 10 
65 62 77 20 0 170 10 
66 49 73 25 0 179 10 
67 67 5 25 73 103 10 
68 56 39 36 0 198 10 
69 37 47 6 40 70 10 
70 37 56 5 0 198 10 
71 57 68 15 0 180 10 
72 47 16 25 0 197 10 
73 44 17 9 0 199 10 
74 46 13 8 139 169 10 
75 49 11 18 0 192 10 
76 49 42 13 63 93 10 
77 53 43 14 169 199 10 
78 61 52 3 0 188 10 
79 57 48 23 82 112 10 
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80 56 37 6 0 198 10 
81 55 54 26 0 192 10 
82 15 47 16 0 196 10 
83 14 37 11 0 198 10 
84 11 31 7 91 121 10 
85 16 22 41 0 196 10 
86 4 18 35 0 184 10 
87 28 18 26 83 113 10 
88 26 52 9 0 200 10 
89 26 35 15 0 211 10 
90 31 67 3 0 187 10 
91 15 19 1 0 194 10 
92 22 22 2 18 48 10 
93 18 24 22 0 199 10 
94 26 27 27 0 207 10 
95 25 24 20 0 205 10 
96 22 27 11 0 204 10 
97 25 21 12 0 202 10 
98 19 21 10 0 198 10 
99 20 26 9 73 103 10 
100 18 18 17 165 195 10 
101 41 49 10 0 204 10 
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       VEHICLE 
      NUMBER CAPACITY 
     25 1000 
     
       CUSTOMER 
      
CUST NO. XCOORD. YCOORD. DEMAND READY 




       1 35 35 0 0 1000 0 
2 35 17 7 0 972 10 
3 55 45 13 0 967 10 
4 55 20 19 620 860 10 
5 15 30 26 0 969 10 
6 25 30 3 345 585 10 
7 20 50 5 0 968 10 
8 10 43 9 323 563 10 
9 55 60 16 329 569 10 
10 30 60 16 485 725 10 
11 20 65 12 146 386 10 
12 50 35 19 0 975 10 
13 30 25 23 639 879 10 
14 15 10 20 0 957 10 
15 30 5 8 118 358 10 
16 10 20 19 0 960 10 
17 5 30 2 682 922 10 
18 20 40 12 0 974 10 
19 15 60 17 0 957 10 
20 45 65 9 0 958 10 
21 45 20 11 0 971 10 
22 45 10 18 332 572 10 
23 55 5 29 146 386 10 
24 65 35 3 0 960 10 
25 65 20 6 716 956 10 
26 45 30 17 0 978 10 
27 35 40 16 60 300 10 
28 41 37 16 0 983 10 
29 64 42 9 0 960 10 
30 40 60 21 187 427 10 
31 31 52 27 0 972 10 
32 35 69 23 0 956 10 
33 53 52 11 24 264 10 
34 65 55 14 0 953 10 
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35 63 65 8 630 870 10 
36 2 60 5 41 281 10 
37 20 20 8 0 968 10 
38 5 5 16 234 474 10 
39 60 12 31 33 273 10 
40 40 25 9 279 519 10 
41 42 7 5 334 574 10 
42 24 12 5 25 265 10 
43 23 3 7 0 955 10 
44 11 14 18 167 407 10 
45 6 38 16 29 269 10 
46 2 48 1 0 954 10 
47 8 56 27 0 955 10 
48 13 52 36 0 962 10 
49 6 68 30 401 641 10 
50 47 47 13 0 973 10 
51 49 58 10 0 963 10 
52 27 43 9 0 978 10 
53 37 31 14 332 572 10 
54 57 29 18 0 967 10 
55 63 23 2 560 800 10 
56 53 12 6 519 759 10 
57 32 12 7 0 966 10 
58 36 26 18 740 980 10 
59 21 24 28 0 972 10 
60 17 34 3 0 971 10 
61 12 24 13 0 964 10 
62 24 58 19 113 353 10 
63 27 69 10 0 955 10 
64 15 77 9 154 394 10 
65 62 77 20 49 289 10 
66 49 73 25 523 763 10 
67 67 5 25 228 468 10 
68 56 39 36 575 815 10 
69 37 47 6 108 348 10 
70 37 56 5 728 968 10 
71 57 68 15 0 950 10 
72 47 16 25 0 967 10 
73 44 17 9 0 969 10 
74 46 13 8 622 862 10 
75 49 11 18 0 962 10 
76 49 42 13 212 452 10 
77 53 43 14 730 970 10 
78 61 52 3 322 562 10 
79 57 48 23 307 547 10 
Chac Sam, Anh-Van (2010) 




80 56 37 6 728 968 10 
81 55 54 26 0 962 10 
82 15 47 16 0 966 10 
83 14 37 11 0 968 10 
84 11 31 7 354 594 10 
85 16 22 41 0 966 10 
86 4 18 35 0 954 10 
87 28 18 26 314 554 10 
88 26 52 9 214 454 10 
89 26 35 15 0 981 10 
90 31 67 3 0 957 10 
91 15 19 1 0 964 10 
92 22 22 2 18 258 10 
93 18 24 22 729 969 10 
94 26 27 27 0 977 10 
95 25 24 20 0 975 10 
96 22 27 11 0 974 10 
97 25 21 12 0 972 10 
98 19 21 10 0 968 10 
99 20 26 9 263 503 10 
100 18 18 17 725 965 10 
101 41 49 10 0 974 10 
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       VEHICLE 
      NUMBER CAPACITY 
     25 1000 
     
       CUSTOMER 
      
CUST NO. XCOORD. YCOORD. DEMAND READY 




       1 35 35 0 0 1000 0 
2 35 17 7 0 972 10 
3 55 45 13 0 967 10 
4 55 20 19 620 860 10 
5 15 30 26 0 969 10 
6 25 30 3 0 978 10 
7 20 50 5 0 968 10 
8 10 43 9 323 563 10 
9 55 60 16 329 569 10 
10 30 60 16 0 964 10 
11 20 65 12 146 386 10 
12 50 35 19 0 975 10 
13 30 25 23 639 879 10 
14 15 10 20 0 957 10 
15 30 5 8 118 358 10 
16 10 20 19 0 960 10 
17 5 30 2 0 959 10 
18 20 40 12 0 974 10 
19 15 60 17 0 957 10 
20 45 65 9 0 958 10 
21 45 20 11 0 971 10 
22 45 10 18 0 963 10 
23 55 5 29 146 386 10 
24 65 35 3 0 960 10 
25 65 20 6 716 956 10 
26 45 30 17 0 978 10 
27 35 40 16 0 985 10 
28 41 37 16 0 983 10 
29 64 42 9 0 960 10 
30 40 60 21 0 964 10 
31 31 52 27 0 972 10 
32 35 69 23 0 956 10 
33 53 52 11 0 965 10 
34 65 55 14 0 953 10 
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35 63 65 8 0 948 10 
36 2 60 5 0 948 10 
37 20 20 8 0 968 10 
38 5 5 16 234 474 10 
39 60 12 31 0 956 10 
40 40 25 9 0 978 10 
41 42 7 5 0 961 10 
42 24 12 5 0 964 10 
43 23 3 7 0 955 10 
44 11 14 18 167 407 10 
45 6 38 16 0 960 10 
46 2 48 1 0 954 10 
47 8 56 27 0 955 10 
48 13 52 36 0 962 10 
49 6 68 30 0 946 10 
50 47 47 13 0 973 10 
51 49 58 10 0 963 10 
52 27 43 9 0 978 10 
53 37 31 14 332 572 10 
54 57 29 18 0 967 10 
55 63 23 2 560 800 10 
56 53 12 6 0 960 10 
57 32 12 7 0 966 10 
58 36 26 18 740 980 10 
59 21 24 28 0 972 10 
60 17 34 3 0 971 10 
61 12 24 13 0 964 10 
62 24 58 19 113 353 10 
63 27 69 10 0 955 10 
64 15 77 9 0 943 10 
65 62 77 20 0 940 10 
66 49 73 25 0 949 10 
67 67 5 25 228 468 10 
68 56 39 36 0 968 10 
69 37 47 6 108 348 10 
70 37 56 5 0 968 10 
71 57 68 15 0 950 10 
72 47 16 25 0 967 10 
73 44 17 9 0 969 10 
74 46 13 8 622 862 10 
75 49 11 18 0 962 10 
76 49 42 13 212 452 10 
77 53 43 14 730 970 10 
78 61 52 3 0 958 10 
79 57 48 23 307 547 10 
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80 56 37 6 0 968 10 
81 55 54 26 0 962 10 
82 15 47 16 0 966 10 
83 14 37 11 0 968 10 
84 11 31 7 354 594 10 
85 16 22 41 0 966 10 
86 4 18 35 0 954 10 
87 28 18 26 314 554 10 
88 26 52 9 0 970 10 
89 26 35 15 0 981 10 
90 31 67 3 0 957 10 
91 15 19 1 0 964 10 
92 22 22 2 18 258 10 
93 18 24 22 0 969 10 
94 26 27 27 0 977 10 
95 25 24 20 0 975 10 
96 22 27 11 0 974 10 
97 25 21 12 0 972 10 
98 19 21 10 0 968 10 
99 20 26 9 263 503 10 
100 18 18 17 725 965 10 
101 41 49 10 0 974 10 
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       VEHICLE 
      NUMBER CAPACITY 
     25 200 
     
       CUSTOMER 
      







       1 40 50 0 0 240 0 
2 22 75 30 32 97 10 
3 22 85 10 101 146 10 
4 20 80 40 71 193 10 
5 20 85 20 40 113 10 
6 18 75 20 55 164 10 
7 15 75 20 69 118 10 
8 15 80 10 56 155 10 
9 10 35 20 51 160 10 
10 10 40 30 90 177 10 
11 8 40 40 33 152 10 
12 8 45 20 49 108 10 
13 5 35 10 62 191 10 
14 5 45 10 35 117 10 
15 2 40 20 39 161 10 
16 0 40 20 59 114 10 
17 0 45 20 60 189 10 
18 44 5 20 79 124 10 
19 42 10 40 58 115 10 
20 42 15 10 111 162 10 
21 40 5 10 52 111 10 
22 40 15 40 55 158 10 
23 38 5 30 45 164 10 
24 38 15 10 128 194 10 
25 35 5 20 54 184 10 
26 95 30 30 105 154 10 
27 95 35 20 57 172 10 
28 92 30 10 55 120 10 
29 90 35 10 52 112 10 
30 88 30 10 52 159 10 
31 88 35 20 50 110 10 
32 87 30 10 116 175 10 
33 85 25 10 51 178 10 
34 85 35 30 100 151 10 
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35 67 85 20 61 185 10 
36 65 85 40 43 186 10 
37 65 82 10 113 164 10 
38 62 80 30 37 148 10 
39 60 80 10 36 191 10 
40 60 85 30 50 149 10 
41 58 75 20 48 165 10 
42 55 80 10 33 166 10 
43 55 85 20 117 168 10 
44 55 82 10 35 148 10 
45 20 82 10 37 177 10 
46 18 80 10 98 157 10 
47 2 45 10 38 109 10 
48 42 5 10 120 184 10 
49 42 12 10 79 158 10 
50 72 35 30 104 157 10 
51 55 20 19 69 126 10 
52 25 30 3 36 97 10 
53 20 50 5 57 154 10 
54 55 60 16 127 180 10 
55 30 60 16 95 214 10 
56 50 35 19 88 201 10 
57 30 25 23 82 139 10 
58 15 10 20 56 182 10 
59 10 20 19 42 125 10 
60 15 60 17 137 202 10 
61 45 65 9 55 106 10 
62 65 35 3 29 158 10 
63 65 20 6 39 108 10 
64 45 30 17 20 139 10 
65 35 40 16 11 140 10 
66 41 37 16 92 203 10 
67 64 42 9 28 141 10 
68 40 60 21 100 217 10 
69 31 52 27 9 134 10 
70 35 69 23 60 210 10 
71 65 55 14 52 107 10 
72 63 65 8 27 101 10 
73 2 60 5 65 118 10 
74 20 20 8 72 193 10 
75 5 5 16 60 117 10 
76 60 12 31 42 143 10 
77 23 3 7 52 180 10 
78 8 56 27 46 163 10 
79 6 68 30 54 153 10 
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80 47 47 13 97 222 10 
81 49 58 10 80 121 10 
82 27 43 9 26 87 10 
83 37 31 14 19 87 10 
84 57 29 18 62 159 10 
85 63 23 2 76 127 10 
86 21 24 28 77 126 10 
87 12 24 13 68 141 10 
88 24 58 19 24 139 10 
89 67 5 25 105 177 10 
90 37 47 6 74 127 10 
91 49 42 13 151 212 10 
92 53 43 14 14 155 10 
93 61 52 3 69 208 10 
94 57 48 23 86 133 10 
95 56 37 6 20 84 10 
96 55 54 26 121 172 10 
97 4 18 35 112 157 10 
98 26 52 9 30 91 10 
99 26 35 15 37 146 10 
100 31 67 3 66 210 10 
101 25 85 20 125 191 10 
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       VEHICLE 
      NUMBER CAPACITY 
     25 200 
     
       CUSTOMER 
      







       1 40 50 0 0 240 0 
2 22 75 30 30 168 10 
3 22 85 10 95 152 10 
4 20 80 40 69 193 10 
5 20 85 20 40 189 10 
6 18 75 20 60 159 10 
7 15 75 20 54 133 10 
8 15 80 10 67 144 10 
9 10 35 20 57 154 10 
10 10 40 30 106 161 10 
11 8 40 40 33 152 10 
12 8 45 20 32 148 10 
13 5 35 10 53 191 10 
14 5 45 10 35 194 10 
15 2 40 20 39 163 10 
16 0 40 20 41 141 10 
17 0 45 20 51 189 10 
18 44 5 20 73 130 10 
19 42 10 40 40 148 10 
20 42 15 10 94 179 10 
21 40 5 10 45 161 10 
22 40 15 40 64 149 10 
23 38 5 30 45 164 10 
24 38 15 10 51 194 10 
25 35 5 20 45 183 10 
26 95 30 30 90 169 10 
27 95 35 20 57 172 10 
28 92 30 10 55 174 10 
29 90 35 10 52 174 10 
30 88 30 10 52 147 10 
31 88 35 20 50 172 10 
32 87 30 10 61 178 10 
33 85 25 10 51 178 10 
34 85 35 30 83 168 10 
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35 67 85 20 57 185 10 
36 65 85 40 43 186 10 
37 65 82 10 95 182 10 
38 62 80 30 38 141 10 
39 60 80 10 36 193 10 
40 60 85 30 61 138 10 
41 58 75 20 49 164 10 
42 55 80 10 33 180 10 
43 55 85 20 100 185 10 
44 55 82 10 35 142 10 
45 20 82 10 37 192 10 
46 18 80 10 71 184 10 
47 2 45 10 38 191 10 
48 42 5 10 50 184 10 
49 42 12 10 99 138 10 
50 72 35 30 83 178 10 
51 55 20 19 45 150 10 
52 25 30 3 25 150 10 
53 20 50 5 68 143 10 
54 55 60 16 107 200 10 
55 30 60 16 95 214 10 
56 50 35 19 91 198 10 
57 30 25 23 56 165 10 
58 15 10 20 51 182 10 
59 10 20 19 42 187 10 
60 15 60 17 62 203 10 
61 45 65 9 37 124 10 
62 65 35 3 29 168 10 
63 65 20 6 39 190 10 
64 45 30 17 20 139 10 
65 35 40 16 11 150 10 
66 41 37 16 97 198 10 
67 64 42 9 31 138 10 
68 40 60 21 101 216 10 
69 31 52 27 9 139 10 
70 35 69 23 30 210 10 
71 65 55 14 30 129 10 
72 63 65 8 27 202 10 
73 2 60 5 46 137 10 
74 20 20 8 71 193 10 
75 5 5 16 57 165 10 
76 60 12 31 48 131 10 
77 23 3 7 49 180 10 
78 8 56 27 47 162 10 
79 6 68 30 65 142 10 
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80 47 47 13 93 222 10 
81 49 58 10 78 123 10 
82 27 43 9 14 140 10 
83 37 31 14 19 172 10 
84 57 29 18 73 148 10 
85 63 23 2 59 144 10 
86 21 24 28 63 140 10 
87 12 24 13 91 118 10 
88 24 58 19 27 136 10 
89 67 5 25 52 177 10 
90 37 47 6 53 148 10 
91 49 42 13 89 217 10 
92 53 43 14 14 177 10 
93 61 52 3 50 208 10 
94 57 48 23 76 143 10 
95 56 37 6 20 159 10 
96 55 54 26 105 188 10 
97 4 18 35 104 165 10 
98 26 52 9 14 136 10 
99 26 35 15 42 141 10 
100 31 67 3 43 210 10 
101 25 85 20 49 191 10 
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       VEHICLE 
      NUMBER CAPACITY 
     25 1000 
     
       CUSTOMER 
      







       1 40 50 0 0 960 0 
2 22 75 30 73 350 10 
3 22 85 10 473 588 10 
4 20 80 40 418 913 10 
5 20 85 20 40 390 10 
6 18 75 20 249 646 10 
7 15 75 20 281 438 10 
8 15 80 10 272 581 10 
9 10 35 20 236 625 10 
10 10 40 30 470 687 10 
11 8 40 40 33 510 10 
12 8 45 20 166 399 10 
13 5 35 10 359 911 10 
14 5 45 10 35 457 10 
15 2 40 20 39 538 10 
16 0 40 20 214 415 10 
17 0 45 20 359 909 10 
18 44 5 20 338 451 10 
19 42 10 40 205 422 10 
20 42 15 10 511 682 10 
21 40 5 10 158 391 10 
22 40 15 40 263 606 10 
23 38 5 30 45 522 10 
24 38 15 10 598 883 10 
25 35 5 20 348 904 10 
26 95 30 30 509 668 10 
27 95 35 20 57 664 10 
28 92 30 10 68 349 10 
29 90 35 10 131 376 10 
30 88 30 10 114 497 10 
31 88 35 20 102 347 10 
32 87 30 10 564 797 10 
33 85 25 10 51 673 10 
34 85 35 30 462 631 10 
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35 67 85 20 396 905 10 
36 65 85 40 43 712 10 
37 65 82 10 530 703 10 
38 62 80 30 131 544 10 
39 60 80 10 36 800 10 
40 60 85 30 233 544 10 
41 58 75 20 207 664 10 
42 55 80 10 33 624 10 
43 55 85 20 549 718 10 
44 55 82 10 62 491 10 
45 20 82 10 37 677 10 
46 18 80 10 435 662 10 
47 2 45 10 38 366 10 
48 42 5 10 636 904 10 
49 42 12 10 423 576 10 
50 72 35 30 471 662 10 
51 55 20 19 281 490 10 
52 25 30 3 109 360 10 
53 20 50 5 284 585 10 
54 55 60 16 568 753 10 
55 30 60 16 421 896 10 
56 50 35 19 404 829 10 
57 30 25 23 347 566 10 
58 15 10 20 380 902 10 
59 10 20 19 42 466 10 
60 15 60 17 613 894 10 
61 45 65 9 230 405 10 
62 65 35 3 29 587 10 
63 65 20 6 39 353 10 
64 45 30 17 20 497 10 
65 35 40 16 11 570 10 
66 41 37 16 423 828 10 
67 64 42 9 112 543 10 
68 40 60 21 441 902 10 
69 31 52 27 9 532 10 
70 35 69 23 211 930 10 
71 65 55 14 201 400 10 
72 63 65 8 27 382 10 
73 2 60 5 255 436 10 
74 20 20 8 427 913 10 
75 5 5 16 183 400 10 
76 60 12 31 162 493 10 
77 23 3 7 360 900 10 
78 8 56 27 195 654 10 
79 6 68 30 258 565 10 
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80 47 47 13 426 942 10 
81 49 58 10 369 460 10 
82 27 43 9 85 338 10 
83 37 31 14 19 326 10 
84 57 29 18 304 605 10 
85 63 23 2 318 489 10 
86 21 24 28 332 485 10 
87 12 24 13 365 472 10 
88 24 58 19 100 539 10 
89 67 5 25 565 897 10 
90 37 47 6 324 513 10 
91 49 42 13 651 906 10 
92 53 43 14 14 669 10 
93 61 52 3 298 928 10 
94 57 48 23 385 518 10 
95 56 37 6 20 299 10 
96 55 54 26 538 705 10 
97 4 18 35 546 667 10 
98 26 52 9 109 354 10 
99 26 35 15 170 565 10 
100 31 67 3 262 930 10 
101 25 85 20 591 874 10 
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       VEHICLE 
      NUMBER CAPACITY 
     25 1000 
     
       CUSTOMER 
      







       1 40 50 0 0 960 0 
2 22 75 30 30 546 10 
3 22 85 10 353 708 10 
4 20 80 40 425 913 10 
5 20 85 20 40 630 10 
6 18 75 20 228 667 10 
7 15 75 20 161 558 10 
8 15 80 10 229 624 10 
9 10 35 20 213 648 10 
10 10 40 30 404 753 10 
11 8 40 40 33 511 10 
12 8 45 20 46 519 10 
13 5 35 10 395 911 10 
14 5 45 10 35 697 10 
15 2 40 20 39 528 10 
16 0 40 20 94 535 10 
17 0 45 20 394 909 10 
18 44 5 20 218 571 10 
19 42 10 40 85 542 10 
20 42 15 10 391 802 10 
21 40 5 10 45 517 10 
22 40 15 40 229 640 10 
23 38 5 30 45 523 10 
24 38 15 10 389 914 10 
25 35 5 20 386 904 10 
26 95 30 30 389 788 10 
27 95 35 20 57 600 10 
28 92 30 10 55 575 10 
29 90 35 10 52 536 10 
30 88 30 10 90 521 10 
31 88 35 20 50 534 10 
32 87 30 10 425 898 10 
33 85 25 10 51 602 10 
34 85 35 30 342 751 10 
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35 67 85 20 410 905 10 
36 65 85 40 43 617 10 
37 65 82 10 410 823 10 
38 62 80 30 114 561 10 
39 60 80 10 36 658 10 
40 60 85 30 191 586 10 
41 58 75 20 201 670 10 
42 55 80 10 33 568 10 
43 55 85 20 429 838 10 
44 55 82 10 49 504 10 
45 20 82 10 37 597 10 
46 18 80 10 315 782 10 
47 2 45 10 38 606 10 
48 42 5 10 396 904 10 
49 42 12 10 341 658 10 
50 72 35 30 351 782 10 
51 55 20 19 161 610 10 
52 25 30 3 25 516 10 
53 20 50 5 239 630 10 
54 55 60 16 448 873 10 
55 30 60 16 420 897 10 
56 50 35 19 390 843 10 
57 30 25 23 227 686 10 
58 15 10 20 401 902 10 
59 10 20 19 42 706 10 
60 15 60 17 401 923 10 
61 45 65 9 110 525 10 
62 65 35 3 29 548 10 
63 65 20 6 39 593 10 
64 45 30 17 20 498 10 
65 35 40 16 11 530 10 
66 41 37 16 404 847 10 
67 64 42 9 100 555 10 
68 40 60 21 436 907 10 
69 31 52 27 9 510 10 
70 35 69 23 330 930 10 
71 65 55 14 81 520 10 
72 63 65 8 27 622 10 
73 2 60 5 135 556 10 
74 20 20 8 430 913 10 
75 5 5 16 63 520 10 
76 60 12 31 125 530 10 
77 23 3 7 390 900 10 
78 8 56 27 190 659 10 
79 6 68 30 215 608 10 
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80 47 47 13 444 942 10 
81 49 58 10 249 580 10 
82 27 43 9 14 506 10 
83 37 31 14 19 566 10 
84 57 29 18 259 650 10 
85 63 23 2 198 609 10 
86 21 24 28 212 605 10 
87 12 24 13 272 565 10 
88 24 58 19 90 549 10 
89 67 5 25 325 897 10 
90 37 47 6 204 633 10 
91 49 42 13 442 937 10 
92 53 43 14 14 581 10 
93 61 52 3 373 928 10 
94 57 48 23 265 638 10 
95 56 37 6 20 539 10 
96 55 54 26 418 825 10 
97 4 18 35 426 787 10 
98 26 52 9 14 499 10 
99 26 35 15 149 586 10 
100 31 67 3 356 930 10 
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Transcripción de los programas Matlab® creados 
En este anejo se detallan los programas en lenguaje Matlab® creados para esta tesina. 
No están todos los programas creados, pero sí los que se han considerado más 
importantes para entender el trabajo realizado. 
Clarke_Wright 





% rendimiento=input('Rendimiento de la flota km/litro: '); 
% precio_comb=input('Precio del combustible €/litro: '); 










global x y inici seg temps_serv hora_entr hora_sort demand cap_total ruta ant entrada 





.txt','%f %f %f %f %f %f %f',-1); 
NE=length(num_clientE); 
  
g_estatico=input('Grado estático: ' ); 
  
for j=1:g_estatico 
    hora_llamadaE(j)=0; 
end 
for j=g_estatico:NE 
    hora_llamadaE(j)=rand*800; 
    if hora_llamadaE(j)>hora_sortE(j) 
        hora_llamadaE(j)=hora_sortE(j)-temps_servE(j)-rand*100; 
    end 
end 
  
%Calculo de clientes viejos 
kk=0; 
for j=1:NE 
    if hora_llamadaE(j)==0 
        kk=kk+1; 
        num_client(kk)=kk; 
        x(kk)=xE(j); 
        y(kk)=yE(j); 
        demand(kk)=demandE(j); 
        hora_entr(kk)=hora_entrE(j); 
        hora_sort(kk)=hora_sortE(j); 
        temps_serv(kk)=temps_servE(j); 
        hora_llamada(kk)=hora_llamadaE(j); 
    end 
end 
N=length(num_client); 
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%Calculo de clientes nuevos 
kk=0; 
for j=1:NE 
    if hora_llamadaE(j)~=0 
        kk=kk+1; 
        num_clientN(kk)=kk; 
        xN(kk)=xE(j); 
        yN(kk)=yE(j); 
        demandN(kk)=demandE(j); 
        hora_entrN(kk)=hora_entrE(j); 
        hora_sortN(kk)=hora_sortE(j); 
        temps_servN(kk)=temps_servE(j); 
        hora_llamadaN(kk)=hora_llamadaE(j); 




%calculem l'hora maxima que podem arribar a un client 
for i=2:N  
    hora_max(i) = hora_sort(i)-temps_serv(i); 
end 
for i=2:NN  
    hora_maxN(i) = hora_sortN(i)-temps_servN(i); 
end 
   
%calculem els estalvis entre clients 
for i=1:N 
    estalvis(1,i) = 0; 
    estalvis(i,1) = 0; 
end 
for i=2:N 
    estalvis(i,i)=0; 
    for j=i+1:N 
        estalvis(i,j)=distancia(1,i)+distancia(1,j)-distancia(i,j); 
        estalvis(j,i)=estalvis(i,j); 
    end 
end 
k=0; 
%ordenem els estalvis i guardem les parelles en la taula par 
while max(max(estalvis))>0 
    k=k+1; 
    [val,pos]=max(estalvis); 
    [val2,pos2]=max(val); 
    pos1=pos(pos2); 
    %pos2=columna on hi ha el maxim estalvi 
    %pos1=fila on hi ha el maxim estalvi 
    par(k,1)=pos1; 
    par(k,2)=pos2; 
    %par(k) = parella amb estalvi k-essim 
    estalvis(pos1,pos2)=0; 




%ruta(i) = ruta on esta el client i, si ruta(i) = 0 vol dir que no esta a 
%cap ruta 




    ruta(i)=0; 
    ant(i)=1; 
    seg(i)=1; 
end 
  
%per cada parella de clients comprovem les restriccions 
for i=1:M 
    if(ruta(par(i,1)) == 0 & ruta(par(i,2)) == 0) %si cap dels dos esta assignat a una 
ruta 
        if(demand(par(i,1))+demand(par(i,2)) <= cap_total) %si no es passen de capacitat 
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            if(hora_sort(par(i,1))+tiempo(par(i,1),par(i,2),hora_sort(par(i,1))) <= 
hora_max(par(i,2))) 
                num_rutes=num_rutes+1; 
                rutes_elim(num_rutes)=0; 
                ruta(par(i,1))=num_rutes; 
                ruta(par(i,2))=num_rutes; 
                seg(par(i,1))=par(i,2); 
                ant(par(i,2))=par(i,1); 
                cap_rut(num_rutes)=demand(par(i,1))+demand(par(i,2)); 
%cap_rut(k)=capacitat que necessita la ruta k 
                inici(num_rutes)=par(i,1); 
                final(num_rutes)=par(i,2); 
            else if(hora_sort(par(i,2))+tiempo(par(i,1),par(i,2),hora_sort(par(i,2))) <= 
hora_max(par(i,1))) 
                num_rutes=num_rutes+1; 
                rutes_elim(num_rutes)=0; 
                ruta(par(i,2))=num_rutes; 
                ruta(par(i,1))=num_rutes; 
                seg(par(i,2))=par(i,1); 
                ant(par(i,1))=par(i,2); 
                cap_rut(num_rutes)=demand(par(i,1))+demand(par(i,2)); 
%cap_rut(k)=capacitat que necessita la ruta k 
                inici(num_rutes)=par(i,2); 
                final(num_rutes)=par(i,1); 
                end 
            end 
        end 
    end 
    if(ruta(par(i,1)) == 0 & ruta(par(i,2)) ~= 0) %si el primer no esta en ruta i el 
segon si 
        r=ruta(par(i,2)); 
        if(demand(par(i,1))+cap_rut(r) <= cap_total) %si no es passen de capacitat 
            if(par(i,2)==inici(r) & 
hora_sort(par(i,1))+tiempo(par(i,1),par(i,2),hora_sort(par(i,1))) <= hora_max(par(i,2))) 
                ruta(par(i,1))=r; 
                seg(par(i,1))=par(i,2); 
                ant(par(i,2))=par(i,1); 
                cap_rut(r)=demand(par(i,1))+cap_rut(r); 
                inici(r)=par(i,1); 
            else if(par(i,2)==final(r) & 
hora_sort(par(i,2))+tiempo(par(i,1),par(i,2),hora_sort(par(i,2))) <= hora_max(par(i,1))) 
                ruta(par(i,1))=r; 
                seg(par(i,2))=par(i,1); 
                ant(par(i,1))=par(i,2); 
                cap_rut(r)=demand(par(i,1))+cap_rut(r); 
                final(r)=par(i,1); 
                end 
            end 
        end 
    end 
    if(ruta(par(i,2)) == 0 & ruta(par(i,1)) ~= 0) %si el segon no esta en ruta i el 
primer si 
        r=ruta(par(i,1)); 
        if(demand(par(i,2))+cap_rut(r) <= cap_total) %si no es passen de capacitat 
            if(par(i,1)==inici(r) & 
hora_sort(par(i,2))+tiempo(par(i,1),par(i,2),hora_sort(par(i,2))) <= hora_max(par(i,1))) 
                ruta(par(i,2))=r; 
                seg(par(i,2))=par(i,1); 
                ant(par(i,1))=par(i,2); 
                cap_rut(r)=demand(par(i,2))+cap_rut(r); 
                inici(r)=par(i,2); 
            else if(par(i,1)==final(r) & 
hora_sort(par(i,1))+tiempo(par(i,1),par(i,2),hora_sort(par(i,1))) <= hora_max(par(i,2))) 
                ruta(par(i,2))=r; 
                seg(par(i,1))=par(i,2); 
                ant(par(i,2))=par(i,1); 
                cap_rut(r)=demand(par(i,2))+cap_rut(r); 
                final(r)=par(i,2); 
                end 
            end 
        end 
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    end 
    if(ruta(par(i,1))~=0 & ruta(par(i,2))~=0 & ruta(par(i,1))~=ruta(par(i,2))) %si tots 
dos estan en rutes diferents 
        r1=ruta(par(i,1)); 
        r2=ruta(par(i,2)); 
        if(cap_rut(r1)+cap_rut(r2) <= cap_total) %si no es passen de capacitat 
            if(par(i,2)==inici(r2) & par(i,1)==final(r1) & 
hora_sort(par(i,1))+tiempo(par(i,1),par(i,2),hora_sort(par(i,1))) <= hora_max(par(i,2))) 
                for j=2:N 
                    if(ruta(j)==r2) ruta(j)=r1; 
                    end 
                end 
                rutes_elim(r2)=1; 
                seg(par(i,1))=par(i,2); 
                ant(par(i,2))=par(i,1); 
                cap_rut(r1)=cap_rut(r1)+cap_rut(r2); 
                final(r1)=final(r2); 
            else if(par(i,2)==final(r2) & par(i,1)==inici(r1) & 
hora_sort(par(i,2))+tiempo(par(i,1),par(i,2),hora_sort(par(i,2))) <= hora_max(par(i,1))) 
                for j=2:N 
                    if(ruta(j)==r2) ruta(j)=r1; 
                    end 
                end 
                rutes_elim(r2)=1; 
                seg(par(i,2))=par(i,1); 
                ant(par(i,1))=par(i,2); 
                cap_rut(r1)=cap_rut(r1)+cap_rut(r2); 
                inici(r1)=inici(r2); 
                end 
            end 
        end 




    if ruta(i)==0 
        num_rutes=num_rutes+1; 
        rutes_elim(num_rutes)=0; 
        ruta(i)=num_rutes; 
        seg(i)=1; 
        ant(i)=1; 
        cap_rut(num_rutes)=demand(i); %cap_rut(k)=capacitat que necessita la ruta k 
        inici(num_rutes)=i; 
        final(num_rutes)=i; 
    end 
end 
  
%numero de rutas 
n_rutes=0; 
for i=1:length(inici) 
    if inici(i)~= 1 
        n_rutes=n_rutes+1; 
    end 
end 
  
%Calculo de las distancias nuevas con el movimiento 
dist_tot=0; 
for i=1:num_rutes 
    if(inici(i) ~= 1) 
        dist_tot=dist_tot+dist(1,inici(i)); 
        dist_tot=dist_tot+dist(1,final(i)); 
        j=inici(i); 
        while(seg(j)~=1) 
            dist_tot=dist_tot+dist(j,seg(j)); 
            j=seg(j); 
        end 
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    for j=1:n_rutes 
        if i==inici(j) 
            posi(i)=0; 
            entrada(i)=0; 
            llegada(i)=0; 
            while i~=1 
                posi(i)=posi(ant(i))+1; 
                llegada(i)=sortida(ant(i))+tiempo(i,ant(i),sortida(ant(i))); 
                if llegada(i)<=hora_entr(i) 
                    espera(i)=hora_entr(i)-llegada(i); 
                    entrada(i)=hora_entr(i); 
                    sortida(i)=entrada(i)+temps_serv(i); 
                elseif llegada(i)>hora_entr(i) 
                    if llegada(i)<=hora_max(i) 
                        espera(i)=0; 
                        entrada(i)=llegada(i); 
                        sortida(i)=entrada(i)+temps_serv(i); 
                    elseif llegada(i)>hora_max(i) 
                        espera(i)=0; 
                        entrada(i)=llegada(i); 
                        sortida(i)=entrada(i)+temps_serv(i); 
                    end 
                end 
                i=seg(i); 
            end 
        end 




title('Solucion inicial con C&W') 
hold on; 
for m=1:length(x) 




    if(rutes_elim(i)==0) 
        clients_rut(i)= 1; 
        plot([x(1),x(inici(i))],[y(1),y(inici(i))]) 
        plot([x(1),x(final(i))],[y(1),y(final(i))]) 
        j=inici(i); 
        while(seg(j)~=1) 
            plot([x(j),x(seg(j))],[y(j),y(seg(j))]) 
            clients_rut(i)=clients_rut(i)+1; 
            j=seg(j); 
        end 











    for j=2:N 
        if ruta(j)==i 
            F=F+1; 
            break 
        end 
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    end 
end 
  
%PENALIZACION POR TIEMPO 
        t_exc=0; 
        for j=1:n_rutes 
            i=inici(j); 
            while i~=1 
                if seg(i)~=1 
                    if(sortida(i)+tiempo(i,seg(i),sortida(i))>hora_max(seg(i))) 
                        t_exc=t_exc+(sortida(i)+distancia(i,seg(i),sortida(i))-
hora_max(seg(i))); 
                    end 
                end 
                i=seg(i); 
            end 
        end 
 
Datos 
Parámetros y datos previos a la ejecución del algoritmo. 
datos.m 
N1=10000; %Iteraciones máximas 
N2=2000; % Iteraciones máximas sin mejorar la ultima solucion factible 
N3=2000; % Iteraciones máximas sin mejorar la ultima solucion, factible o infactible 
MMM=10; %Iteraciones máximas sin mejorar solución factible. RESTART CRITERIA. 
n3=30; %Iteraciones máximas sin mejorar solución factible o no factible 
TABU=75; %20 iteraciones que no dejamos que se modifique la pareja TABU 
ALPHA=0.1; %Coeficient per penalitzar la capacitat excedida 
BETA=0.05; %Coeficient per penalitzar el temps excedit 
GAMMA=0.01; %Coeficient per penalitzar el nº de vegades que apareix un client tabú 











   
% Definim un espai per escollir les solucions, D=0.5*sqrt(A)  
amp=0; %amp=distancia mas grande entre dos clientes en eje x 
for i=1:N 
    for j=i+1:N 
        if(abs(xE(i)-xE(j))>amp) amp = abs(xE(i)-xE(j)); 
        end 
    end 
end 
  
al=0; %al=distancia mas grande entre dos clientes en eje y 
for i=1:N 
    for j=i+1:N 
        if(abs(yE(i)-yE(j))>al) al = abs(yE(i)-yE(j)); 
        end 
    end 
end 
  




%Als _prov son les soluciones en prueba que aun no sabemos si son factibles 
%o no (Los sacamos de la solucion inicial: CLARK&WRIGHT) 
final_prov=final;  
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%Als _infact son las soluciones infactibles pero buenas 
dist_infact=0; 
   
% Creem unes matrius de zeros per enregistrar els moviments 
movs_tabu=zeros(N); %moviments tabu 
mem_llarg=zeros(N); %memoria a llarg plaç 
 
Seleccio 
Selección aleatoria de los nodos a hacer el movimiento. La condición es que estén a 









%(1) ESCOGEMOS LA POBLACIÓN A CAMBIAR 
  
for i=1:k 
    trobats=0; 
    while(trobats==0) 
        n1(i)=ceil(rand*(N-1))+1; %Escogemos un cliente con random 
        while ruta_prov(n1(i))==0 %Que este en alguna ruta 
            n1(i)=ceil(rand*(N-1))+1; 
        end 
        for j=2:N 
            if(j ~= n1(i)) 
                if(ruta_prov(j)~=ruta_prov(n1(i)) && distancia(n1(i),j) <= D) %clientes 
de diferente ruta de n1 y distancia con n1 menor que D 
                    trobats=trobats+1; %numero de clientes encontrados que cumplen las 
condiciones 
                    llista(trobats)=j; %lista de clientes que cumplen 
                end 
            end 
        end 
    end 
    n2(i)=llista(ceil(rand*trobats)); %Random de los clientes de la lista 
    while ruta_prov(n2(i))==0 %Que este en alguna ruta 
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        n2(i)=llista(ceil(rand*trobats)); 




Proceso iterativo de aplicación de los movimientos. 
TabuSearch.m 
clear all 
           








while iter_total < N1 
    iter_total=iter_total+1; 
    it=iter_total; 
    if(cont==MMM) %Si llegamos al numero de iteraciones máximo los _prov son los 
originales 
        final_prov=final; 
        inici_prov=inici; 
        ruta_prov=ruta; 
        ant_prov=ant; 
        seg_prov=seg; 
        cap_rut_prov=cap_rut; 
        tot_rut_prov=tot_rut; 
        dist_prov=dist_tot; 
        cost_prov=cost; 
        posi_prov=posi; 
        llegada_prov=llegada; 
        entrada_prov=entrada; 
        sortida_prov=sortida; 
        espera_prov=espera; 
        cont=0; 
    end 
     
    if cont2==N2 
        break 
    end 
    if cont3==N3 
        break 
    end 
  
    %Si no ha mejorado la solucion factible (Restart criteria) 
    cont=cont+1; 
    %Si no ha mejorado la solucion factible 
    cont2=cont2+1; 
    %Si no ha mejorado la solucion infactible 
    cont3=cont3+1; 
    %Probabilidad para aplicar un movimiento (random) 
    prob=rand; 
     
    %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%CROSS-
OVER%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
     
    if(prob<=p)         
        %Tipo de movimiento 
        tipo_mov(it)=1; 
                 
        %(1) ESCOGEMOS LA POBLACIÓN A CAMBIAR PARA EL CROSS-OVER______________________ 
        [n1,n2]=seleccio(5); 
        %fprintf('Los candidatos para el CROSS-OVER son\n%i %i %i %i %i \n%i %i %i %i 
%i\n', n1(1),n1(2),n1(3),n1(4),n1(5),n2(1),n2(2),n2(3),n2(4),n2(5)); 
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        %(2) ESCOGEMOS LA PAREJA CANDIDATA PARA HACER EL 
MOVIMIENTO___________________________________ 
        %MEMORIA CORTO PLAZO: Calculamos los costes totales = Distancia + Penalización 
por tiempo, capacidad... + Penalizacion por repeticion(M. Largo Plazo) 
        costos=[0 0 0 0 0]; 
        rutes=[0 0 0 0 0]; 
        %factible=[0 0 0 0 0]; 
        cap1=[0 0 0 0 0]; 
        cap2=[0 0 0 0 0]; 
         
        for k=1:5  
            % NUMERO DE RUTAS 
            rut_rec=n_rutes_prov; 
            if seg_prov(n1(k))==1 && ant_prov(n2(k))==1 
                rut_rec=rut_rec-1; 
            end 
            rutes(k)=rut_rec; 
             
            % NUEVA DISTANCIA  
            cost_rec=cost_prov - distancia(n1(k),seg_prov(n1(k))) - 
distancia(n2(k),ant_prov(n2(k))) + distancia(n1(k),n2(k)) + 
distancia(ant_prov(n2(k)),seg_prov(n1(k))); 
            costos(k)=cost_rec; 
                         
            %Calculo de las NUEVAS CAPACIDADES de las rutas modificadas. cap1 y cap2             
            %cap1 
            i=inici_prov(ruta_prov(n1(k))); 
            while(i ~= n1(k)) 
                cap1(k)=cap1(k)+demand(i); 
                i=seg_prov(i);  
            end 
            cap1(k)=cap1(k)+demand(n1(k)); 
            i=n2(k); 
            while(i ~= 1) 
                cap1(k)=cap1(k)+demand(i); 
                i=seg_prov(i); 
            end 
            %cap2 
            i=inici_prov(ruta_prov(n2(k))); 
            while(i ~= n2(k)) 
                cap2(k)=cap2(k)+demand(i); 
                i=seg_prov(i); 
            end 
            i=seg_prov(n1(k)); 
            while(i ~= 1) 
                cap2(k)=cap2(k)+demand(i); 
                i=seg_prov(i); 
            end 
               
            % PENALITZACIÓ per infringir RESTRICCIONS DE CAPACITAT 
            if(cap1(k)>cap_total) 
                costos(k) = costos(k) + ALPHA*(cap1(k)-cap_total); 
            end 
            if(cap2(k)>cap_total) 
                costos(k) = costos(k) + ALPHA*(cap2(k)-cap_total);  
            end 
            %             
            % PENALITZACIÓ per infringir RESTRICCIONS DE TEMPS 
%             if(hora_sort(n1(k))+dist(n1(k),n2(k))>hora_max(n2(k))) 
%                 costos(k) = costos(k) + BETA*(hora_sort(n1(k))+dist(n1(k),n2(k))-
hora_max(n2(k)));  
%             end 
%             
if(hora_sort(ant_prov(n2(k)))+dist(ant_prov(n2(k)),seg_prov(n1(k)))>hora_max(seg_prov(n1
(k))))  
%                 costos(k) = costos(k) + 
BETA*(hora_sort(ant_prov(n2(k)))+dist(ant_prov(n2(k)),seg_prov(n1(k)))-
hora_max(seg_prov(n1(k)))); 
%             end 
            %             
Chac Sam, Anh-Van (2010) 




            
if(sortida_prov(n1(k))+tiempo(n1(k),n2(k),sortida_prov(n1(k)))>hora_max(n2(k))) 
                costos(k) = costos(k) + 
BETA*(sortida_prov(n1(k))+tiempo(n1(k),n2(k),sortida_prov(n1(k)))-hora_max(n2(k)));  
            end 
            
if(sortida_prov(ant_prov(n2(k)))+tiempo(ant_prov(n2(k)),seg_prov(n1(k)),sortida_prov(ant
_prov(n2(k))))>hora_max(seg_prov(n1(k)))) 
                costos(k) = costos(k) + 
BETA*(sortida_prov(ant_prov(n2(k)))+tiempo(ant_prov(n2(k)),seg_prov(n1(k)),sortida_prov(
ant_prov(n2(k))))-hora_max(seg_prov(n1(k))));  
            end 
            %                  
            %PENALITZACIÓ per REPETICIÓ DELS TABU 
            l=0; 
            for j=1:N 
                if(distancia(n1(k),j)<=D)  
                    l=l+1; 
                end 
            end 
            if(costos(k)>cost_prov)  
                costos(k) = costos(k) + 
GAMMA*sqrt(N*n_rutes_prov*l)*cost_rec*mem_llarg(n1(k),n2(k))/iter_total; 
            end 
        end 
         
        %ASPIRATION CRITERIA. Hill-Climbing. 
        [mini,kaux]=min(costos); 
        m=mini; 
        k=kaux; %mini es minimo de todos los costes de los candidatos. kaux es la pareja 
con minimo coste 
        kk=0; 
        %Si el de menos coste es TABU y no mejora el mejor coste, escogemos 
        %el otro candidato y lo acepta si no es tabu o tiene menor coste. 
        while(kk<5 && (movs_tabu(n1(k),n2(k)) ~= 0) && (m >= dist_tot)) 
            costos(k) = max(costos)+1; 
            [m,k]=min(costos); 
            kk=kk+1; 
            %fprintf('Los clientes %i y %i son TABU y coste superior. \n\n', 
n1(k),n2(k)); 
        end 
        %En el caso de que todos los candidatos son TABU i no mejoran el 
        %coste optimo escogemos el primero de todos... 
        if(kk==5)  
            k=kaux; 
            m=mini; 
        end 
        %cost_prov=mini; 
                 
        %(3) CALCULO DEL COSTE TOTAL DE LA PAREJA CANDIDATA AL 
CAMBIO__________________________________________________________ 
        r1=ruta_prov(n1(k)); 
        r2=ruta_prov(n2(k)); 
        cap_rut_prov(r1)=cap1(k); 
        cap_rut_prov(r2)=cap2(k); 
         
        % Reordenamos la secuencia de rutas 
        aux1=seg_prov(n1(k)); 
        aux2=ant_prov(n2(k)); 
        seg_prov(n1(k))=n2(k); 
        ant_prov(n2(k))=n1(k); 
        if(aux1 == 1) %Si el siguiente de n1 es el depot 
            if(aux2 == 1) %Si el anterior de n2 es el depot 
                seg_prov(aux1)=1; 
                ant_prov(aux1)=1; 
                seg_prov(aux2)=1; 
                ant_prov(aux2)=1; 
                i=n2(k); 
                while(i ~= 1) 
                    ruta_prov(i)=r1; 
                    i=seg_prov(i); 
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                end 
                final_prov(r1)=final_prov(r2); 
                inici_prov(r2)=1; 
                final_prov(r2)=1; 
                tot_rut_prov=tot_rut_prov-1; 
            else 
                seg_prov(aux1)=1; 
                ant_prov(aux1)=1; 
                seg_prov(aux2)=1; 
                i=n2(k); 
                while(i ~= 1) 
                    ruta_prov(i)=r1; 
                    i=seg_prov(i); 
                end 
                final_prov(r1)=final_prov(r2); 
                final_prov(r2)=aux2; 
            end 
        else 
            if(aux2 == 1) 
                seg_prov(aux2)=1; 
                ant_prov(aux2)=1; 
                ant_prov(aux1)=1; 
                i=n2(k); 
                while(i ~= 1) 
                    ruta_prov(i)=r1; 
                    i=seg_prov(i); 
                end 
                i=aux1; 
                while(i ~= 1) 
                    ruta_prov(i)=r2; 
                    i=seg_prov(i); 
                end 
                inici_prov(r2)=aux1; 
                aux3=final_prov(r1); 
                final_prov(r1)=final_prov(r2); 
                final_prov(r2)=aux3; 
            else 
                seg_prov(aux2)=aux1; 
                ant_prov(aux1)=aux2; 
                i=n2(k); 
                while(i ~= 1) 
                    ruta_prov(i)=r1; 
                    i=seg_prov(i); 
                end 
                i=aux1; 
                while(i ~= 1) 
                    ruta_prov(i)=r2; 
                    i=seg_prov(i); 
                end 
                aux3=final_prov(r1); 
                final_prov(r1)=final_prov(r2); 
                final_prov(r2)=aux3; 
            end 
        end 
         
        %Calculo de las posiciones, llegadas, esperas y entradas de los 
        %clientes modificados 
         
        for w=1:length(inici_prov) 
            if inici_prov(w)~=1 
%             for j=1:n_rutes 
%                 if i==inici_prov(j) 
                    i=inici_prov(w); 
                    posi_prov(i)=0; 
                    entrada_prov(i)=0; 
                    llegada_prov(i)=0; 
                    while i~=1 
                        posi_prov(i)=posi_prov(ant_prov(i))+1; 
                        
llegada_prov(i)=sortida_prov(ant_prov(i))+tiempo(i,ant_prov(i),sortida_prov(ant_prov(i))
); 
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                        if llegada_prov(i)<=hora_entr(i) 
                            espera_prov(i)=hora_entr(i)-llegada_prov(i); 
                            entrada_prov(i)=hora_entr(i); 
                            sortida_prov(i)=entrada_prov(i)+temps_serv(i); 
                        elseif llegada_prov(i)>hora_entr(i) 
                            if llegada_prov(i)<=hora_max(i) 
                                espera_prov(i)=0; 
                                entrada_prov(i)=llegada_prov(i); 
                                sortida_prov(i)=entrada_prov(i)+temps_serv(i); 
                            elseif llegada_prov(i)>hora_max(i) 
                                espera_prov(i)=0; 
                                entrada_prov(i)=llegada_prov(i); 
                                sortida_prov(i)=entrada_prov(i)+temps_serv(i); 
                            end 
                        end 
                        i=seg_prov(i); 
                    end 
                %end 
            end 
        end 
        
        %Calculo de las distancias nuevas con el movimiento 
        dist_prov=0; 
        for i=1:length(ruta_prov) 
            for j=2:N 
                if ruta_prov(j)==i 
                    if(inici_prov(i) ~= 1) 
                        dist_prov=dist_prov+distancia(1,inici_prov(i)); 
                        dist_prov=dist_prov+distancia(1,final_prov(i)); 
                        j=inici_prov(i); 
                        while(seg_prov(j)~=1) 
                            dist_prov=dist_prov+distancia(j,seg_prov(j)); 
                            j=seg_prov(j); 
                        end 
                    end 
                    break 
                end 
            end 
        end 
         
%         %cost_prov=(dist_prov*alpha_D) + (tot_rut_prov*alpha_I); 
%         costes(it)=cost_prov; 
%         costes_sp(it)=cost_prov; 
        cost_prov=dist_prov; 
        costes(it)=cost_prov; 
        costes_sp(it)=cost_prov; 
         
        %PENALIZACION POR CAPACIDAD 
        cap_exc(it)=0; 
        for i=1:num_rutes 
            if cap_rut_prov(i)>cap_total 
                cap_exc(it)=cap_exc(it)+(cap_rut_prov(i)-cap_total); 
            end 
        end 
        costes(it)=costes(it)+ALPHA*cap_exc(it); 
         
        %PENALIZACION POR TIEMPO 
        t_exc(it)=0; 
        for j=1:num_rutes 
            i=inici_prov(j); 
            while i~=1 
                %if seg_prov(i)~=1 
                    if(llegada_prov(i)>hora_max(i)) 
                        t_exc(it)=t_exc(it)+(llegada_prov(i)-hora_max(i)); 
                    end 
                %end 
                i=seg_prov(i); 
            end 
        end 
%         t_exc(it) 
%         it 
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        costes(it)=costes(it)+BETA*t_exc(it); 
        cost_prov=costes(it); 
                         
        % (4)EVALUACIÓN DEL 
MOVIMIENTO___________________________________________________ 
        % 
        %Factibilidad 
        if cap_exc(it)==0 
            if t_exc(it)~=0 
                if t_exc(it)<=60 
                    factible(it)=2; 
                elseif t_exc(it)>60 
                    factible(it)=1; 
                end 
            elseif t_exc(it)==0 
                factible(it)=2; 
            end 
        elseif cap_exc(it)~=0 
            factible(it)=0; 
        end 
         
        %Mejora del coste 
        if cost_prov<cost_infact 
            if cost_prov<cost 
                mejora(it)=2; 
            elseif cost_prov>=cost 
                mejora(it)=1; 
            end 
        elseif cost_prov>=cost_infact 
            if cost_prov<cost 
                mejora(it)=2; 
            elseif cost_prov>=cost 
                mejora(it)=0; 
            end 
        end 
                
        %Rentabilidad 
        if mejora(it)==2 
            if t_exc(it)<=180 
                if factible(it)==1 
                    if mejora(it)==2 
                        Rent(it)=(cost-cost_prov)/(t_exc(it)/60); 
                        if Rent(it)>=100; 
                            factible(it)=2; 
                        end 
                    end 
                end 
            end 
        end 
         
%         if (cost_prov<cost && t_exc(it)~=0 && t_exc(it)<=180 && factible(it)==1 && 
mejora(it)==2) 
%             Rent(it)=(cost-cost_prov)/(t_exc(it)/60); 
%             if Rent(it)>=rent_permitido 
%                 factible(it)=2; 
%             end   
%         end 
                
        %Contar el numero de vehiculos  
        for i=1:length(ruta_prov) 
            for j=2:N 
                if ruta_prov(j)==i 
                    n_vh(it)=n_vh(it)+1; 
                    break 
                end 
            end 
        end 
        n_rutes_prov=n_vh(it); 
         
        % 
        %Actualizacion de datos 
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        if factible(it)==2 
            if mejora(it)==2 
                cont=0; 
                cont2=0; 
                cont3=0; 
                 
                final=final_prov; 
                inici=inici_prov;        
                ruta=ruta_prov; 
                ant=ant_prov; 
                seg=seg_prov; 
                cap_rut=cap_rut_prov; 
                n_rutes=n_rutes_prov; %-1; 
                dist_tot=dist_prov; 
                cost=cost_prov; 
                posi=posi_prov; 
                llegada=llegada_prov; 
                entrada=entrada_prov; 
                sortida=sortida_prov; 
                espera=espera_prov; 
%                 t_exceso=0; 
%                 for j=1:num_rutes 
%                     i=inici(j); 
%                     while i~=1 
%                         if seg(i)~=1 
%                             if(llegada(i)>hora_max(i)) 
%                                 t_exceso=t_exceso+(llegada(i)-hora_max(i)); 
%                             end 
%                         end 
%                         i=seg(i); 
%                     end 
%                 end 
%                 t_exceso 
                fprintf('Los clientes %i y %i han hecho CROSS-OVER en iteracion %i con 
%i vh. Coste total: %i\n', n1(k),n2(k),it,n_vh(it),cost_prov); 
            elseif mejora(it)==1 
                cont3=0; 
            end 
        elseif factible(it)==1 
            if mejora(it)==2 
                cont3=0; 
                cost_infact=cost_prov; 
            elseif mejora(it)==1 
                cont3=0; 
                cost_infact=cost_prov; 
            end 
        end 
        cost_inf(it)=cost_infact; 
                        
        % (5)ITERACIONES TABU_________________________________________________________ 
        %Para los clientes TABU restarles una iteracion TABU 
        for i=1:N 
            for j=1:N 
                if(movs_tabu(i,j) ~= 0) 
                    movs_tabu(i,j) = movs_tabu(i,j)-1; 
                end 
            end 
        end 
         
        %El candidato elegido hacerlo TABU (pq prohibimos el movimiento) 
        movs_tabu(n1(k),n2(k)) = TABU; 
        movs_tabu(n2(k),n1(k)) = TABU; 
        movs_tabu(aux1,aux2) = TABU; 
        movs_tabu(aux2,aux1) = TABU; 
        movs_tabu(n1(k),aux1) = TABU; 
        movs_tabu(aux1,n1(k)) = TABU; 
        movs_tabu(aux2,n2(k)) = TABU; 
        movs_tabu(n2(k),aux2) = TABU; 
        mem_llarg(n1(k),n2(k)) = mem_llarg(n1(k),n2(k))+1; 
        mem_llarg(n2(k),n1(k)) = mem_llarg(n2(k),n1(k))+1; 
        mem_llarg(aux1,aux2) = mem_llarg(aux1,aux2)+1; 
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        mem_llarg(aux2,aux1) = mem_llarg(aux2,aux1)+1; 
        mem_llarg(n1(k),aux1) = mem_llarg(n1(k),aux1)+1; 
        mem_llarg(aux1,n1(k)) = mem_llarg(aux1,n1(k))+1; 
        mem_llarg(aux2,n2(k)) = mem_llarg(aux2,n2(k))+1; 
        mem_llarg(n2(k),aux2) = mem_llarg(n2(k),aux2)+1; 
         
        %ara mirem si aquesta solució és factible i millor que la millor 
        %factible fins ara 
         
        %%% INSERT 
         
     elseif prob>p && prob<=p2 
          
         %Tipo de movimiento 
         tipo_mov(it)=2; 
          
         %(1) ESCOGEMOS LA POBLACIÓN A CAMBIAR PARA EL CROSS-OVER______________________ 
         [n1,n2]=seleccio(5); 
         
        %(2) ESCOGEMOS LA PAREJA CANDIDATA PARA HACER EL 
MOVIMIENTO___________________________________ 
        %MEMORIA CORTO PLAZO: Calculamos los costes totales = Distancia + Penalización 
por tiempo, capacidad... + Penalizacion por repeticion(M. Largo Plazo) 
        costos=[0 0 0 0 0]; 
        rutes=[0 0 0 0 0]; 
         
        cap1=[0 0 0 0 0]; 
        cap2=[0 0 0 0 0]; 
        for k=1:5  
             
            % NUMERO DE RUTAS 
            rut_rec=n_rutes_prov; 
            if seg_prov(n1(k))==1 && ant_prov(n2(k))==1 
                rut_rec=rut_rec-1; 
            end 
            rutes(k)=rut_rec; 
             
            % NUEVA DISTANCIA 
            cost_rec=dist_prov - distancia(n1(k),seg_prov(n1(k))) - 
distancia(ant_prov(n2(k)),n2(k)) - distancia(n2(k),seg_prov(n2(k))) + 
distancia(n1(k),n2(k)) + distancia(n2(k),seg_prov(n1(k))) + 
distancia(ant_prov(n2(k)),seg_prov(n2(k))); 
            costos(k)=cost_rec; 
             
            %Calculo NUEVAS CAPACIDADES 
            cap1(k)=cap_rut_prov(ruta_prov(n1(k)))+demand(n2(k)); 
            cap2(k)=cap_rut_prov(ruta_prov(n2(k)))-demand(n2(k)); 
             
            % PENALITZACIÓ per infringir RESTRICCIONS DE CAPACITAT 
            if(cap1(k)>cap_total) 
                costos(k) = costos(k) + ALPHA*(cap1(k)-cap_total); 
            end 
            if(cap2(k)>cap_total) 
                costos(k) = costos(k) + ALPHA*(cap2(k)-cap_total);  
            end 
             
            %PENALITZACIÓ per infringir RESTRICCIONS DE TEMPS 
            
if(sortida_prov(n1(k))+tiempo(n1(k),n2(k),sortida_prov(n1(k)))>hora_max(n2(k))) 
                costos(k) = costos(k) + 
BETA*(sortida_prov(n1(k))+tiempo(n1(k),n2(k),sortida_prov(n1(k)))-hora_max(n2(k)));  
            end 
            
if(sortida_prov(ant_prov(n2(k)))+tiempo(ant_prov(n2(k)),seg_prov(n1(k)),sortida_prov(ant
_prov(n2(k))))>hora_max(seg_prov(n1(k)))) 
                costos(k) = costos(k) + 
BETA*(sortida_prov(ant_prov(n2(k)))+tiempo(ant_prov(n2(k)),seg_prov(n1(k)),sortida_prov(
ant_prov(n2(k))))-hora_max(seg_prov(n1(k))));  
            end 
             
            %PENALITZACIÓ per REPETICIÓ DELS TABU 
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            l=0; 
            for j=1:N 
                if(distancia(n1(k),j)<=D)  
                    l=l+1; 
                end 
            end 
            if(costos(k)>cost_prov)  
                costos(k) = costos(k) + 
GAMMA*sqrt(N*n_rutes_prov*l)*cost_rec*mem_llarg(n1(k),n2(k))/iter_total; 
            end 
        end 
         
        %ASPIRATION CRITERIA. Hill-Climbing. 
        [mini,kaux]=min(costos); 
        m=mini; 
        k=kaux; %mini es minimo de todos los costes. kaux es la pareja con minimo coste 
        kk=0; 
        %Si el de menos coste es tabu y no mejora el mejor coste, escogemos 
        %el otro candidato y lo acepta si no es tabu o tiene menor coste. 
        while(kk<5 && (movs_tabu(n1(k),n2(k)) ~= 0) && (mini >= cost)) 
            costos(k) = max(costos)+1; 
            [mini,k]=min(costos); 
            kk=kk+1; 
            %fprintf('Los clientes %i y %i son TABU y coste superior. \n\n', 
n1(k),n2(k)); 
        end 
        %En el caso de que ninguno de los de la población no es tabú ni 
        %mejora el coste, escogemos el primero de todos... 
        if(kk==5)  
            k=kaux; 
            m=mini; 
        end 
        %cost_prov=mini; 
         
        %(3) CALCULO DEL COSTE TOTAL DE LA PAREJA CANDIDATA AL 
CAMBIO__________________________________________________________ 
        r1=ruta_prov(n1(k)); 
        r2=ruta_prov(n2(k)); 
        cap1(k)=cap_rut_prov(r1)+demand(n2(k)); 
        cap2(k)=cap_rut_prov(r2)-demand(n2(k)); 
        cap_rut_prov(r1)=cap1(k); 
        cap_rut_prov(r2)=cap2(k); 
         
        %Reordenamos la secuencia de rutas 
        aux1=seg_prov(n2(k)); 
        aux2=ant_prov(n2(k)); 
        aux3=seg_prov(n1(k)); 
        seg_prov(n2(k))=seg_prov(n1(k)); 
        ant_prov(seg_prov(n1(k)))=n2(k); 
        seg_prov(n1(k))=n2(k); 
        ant_prov(n2(k))=n1(k); 
        seg_prov(aux2)=aux1; 
        ant_prov(aux1)=aux2; 
        if(aux2==1)  
            inici_prov(r2)=aux1;  
        end 
        if(aux1==1)  
            final_prov(r2)=aux2; 
        end 
        if(aux1==1 && aux2==1)  
            tot_rut_prov=tot_rut_prov-1; 
        end 
        ruta_prov(n2(k))=r1; 
        if(seg_prov(n2(k))==1)  
            final_prov(r1)=n2(k);  
        end 
         
        %Calculo de las posiciones, llegadas, esperas y entradas de los 
        %clientes modificados 
         
        for w=1:length(inici_prov) 
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            if inici_prov(w)~=1 
%             for j=1:n_rutes 
%                 if i==inici_prov(j) 
                    i=inici_prov(w); 
                    posi_prov(i)=0; 
                    entrada_prov(i)=0; 
                    llegada_prov(i)=0; 
                    while i~=1 
                        posi_prov(i)=posi_prov(ant_prov(i))+1; 
                        
llegada_prov(i)=sortida_prov(ant_prov(i))+tiempo(i,ant_prov(i),sortida_prov(ant_prov(i))
); 
                        if llegada_prov(i)<=hora_entr(i) 
                            espera_prov(i)=hora_entr(i)-llegada_prov(i); 
                            entrada_prov(i)=hora_entr(i); 
                            sortida_prov(i)=entrada_prov(i)+temps_serv(i); 
                        elseif llegada_prov(i)>hora_entr(i) 
                            if llegada_prov(i)<=hora_max(i) 
                                espera_prov(i)=0; 
                                entrada_prov(i)=llegada_prov(i); 
                                sortida_prov(i)=entrada_prov(i)+temps_serv(i); 
                            elseif llegada_prov(i)>hora_max(i) 
                                espera_prov(i)=0; 
                                entrada_prov(i)=llegada_prov(i); 
                                sortida_prov(i)=entrada_prov(i)+temps_serv(i); 
                            end 
                        end 
                        i=seg_prov(i); 
                    end 
                %end 
            end 
        end 
         
        %Calculo de las distancias nuevas con el movimiento 
        dist_prov=0; 
        for i=1:length(ruta_prov) 
            for j=2:N 
                if ruta_prov(j)==i 
                    if(inici_prov(i) ~= 1) 
                        dist_prov=dist_prov+distancia(1,inici_prov(i)); 
                        dist_prov=dist_prov+distancia(1,final_prov(i)); 
                        j=inici_prov(i); 
                        while(seg_prov(j)~=1) 
                            dist_prov=dist_prov+distancia(j,seg_prov(j)); 
                            j=seg_prov(j); 
                        end 
                    end 
                    break 
                end 
            end 
        end 
  
        %         %cost_prov=(dist_prov*alpha_D) + (tot_rut_prov*alpha_I); 
%         costes(it)=cost_prov; 
%         costes_sp(it)=cost_prov; 
        cost_prov=dist_prov; 
        costes(it)=cost_prov; 
        costes_sp(it)=cost_prov; 
         
        %PENALIZACION POR CAPACIDAD 
        cap_exc(it)=0; 
        for i=1:num_rutes 
            if cap_rut_prov(i)>cap_total 
                cap_exc(it)=cap_exc(it)+(cap_rut_prov(i)-cap_total); 
            end 
        end 
        costes(it)=costes(it)+ALPHA*cap_exc(it); 
         
        %PENALIZACION POR TIEMPO 
        t_exc(it)=0; 
        for j=1:num_rutes 
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            i=inici_prov(j); 
            while i~=1 
                %if seg_prov(i)~=1 
                    if(llegada_prov(i)>hora_max(i)) 
                        t_exc(it)=t_exc(it)+(llegada_prov(i)-hora_max(i)); 
                    end 
                %end 
                i=seg_prov(i); 
            end 
        end 
%         t_exc(it) 
%         it 
        costes(it)=costes(it)+BETA*t_exc(it); 
        cost_prov=costes(it); 
         
        % (4)EVALUACIÓN DEL 
MOVIMIENTO___________________________________________________ 
        % 
         
        %Factibilidad 
        if cap_exc(it)==0 
            if t_exc(it)~=0 
                if t_exc(it)<60 
                    factible(it)=2; 
                else 
                    factible(it)=1; 
                end 
            else factible(it)=2; 
            end 
        else factible(it)=0; 
        end 
         
        % 
        %Mejora del coste 
        if cost_prov<cost_infact 
            if cost_prov<cost 
                mejora(it)=2; 
            elseif cost_prov>=cost 
                mejora(it)=1; 
            end 
        elseif cost_prov>=cost_infact 
            if cost_prov<cost 
                mejora(it)=2; 
            elseif cost_prov>=cost 
                mejora(it)=0; 
            end 
        end 
                
        %Rentabilidad 
        %Rentabilidad 
        if mejora(it)==2 
            if t_exc<=180 
                if factible(it)==1 
                    if mejora(it)==2 
                        Rent(it)=(cost-cost_prov)/(t_exc(it)/60); 
                        if Rent(it)>=100; 
                            factible(it)=2; 
                        end 
                    end 
                end 
            end 
        end 
%         if (cost_prov<cost && t_exc(it)~=0 && (t_exc(it)/60)<=t_permitido && 
factible(it)==1 && mejora(it)==2) 
%             Rent(it)=(cost-cost_prov)/(t_exc(it)/60); 
%             if Rent(it)>=rent_permitido 
%                 factible(it)=2; 
%             end   
%         end 
                
        %Contar el numero de vehiculos  
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        for i=1:length(ruta_prov) 
            for j=2:N 
                if ruta_prov(j)==i 
                    n_vh(it)=n_vh(it)+1; 
                    break 
                end 
            end 
        end 
        n_rutes_prov=n_vh(it); 
         
        % 
        %Actualizacion de datos 
        if factible(it)==2 
            if mejora(it)==2 
                cont=0; 
                cont2=0; 
                cont3=0; 
                final=final_prov; 
                inici=inici_prov;        
                ruta=ruta_prov; 
                ant=ant_prov; 
                seg=seg_prov; 
                cap_rut=cap_rut_prov; 
                n_rutes=n_rutes_prov; %-1; 
                dist_tot=dist_prov; 
                cost=cost_prov; 
                posi=posi_prov; 
                llegada=llegada_prov; 
                entrada=entrada_prov; 
                sortida=sortida_prov; 
                espera=espera_prov; 
%                 t_exceso=0; 
%                 for j=1:num_rutes 
%                     i=inici(j); 
%                     while i~=1 
%                         %if seg(i)~=1 
%                             if(llegada(i)>hora_max(i)) 
%                                 t_exceso=t_exceso+(llegada(i)-hora_max(i)); 
%                             end 
%                         %end 
%                         i=seg(i); 
%                     end 
%                 end 
%                 t_exceso 
                fprintf('Los clientes %i y %i han hecho INSERT en iteracion %i con %i 
vh. Coste total: %i\n', n1(k),n2(k),it,n_vh(it),cost_prov); 
            elseif mejora(it)==1 
                cont3=0; 
            end 
        elseif factible(it)==1 
            if mejora(it)==2 
                cont3=0; 
                cost_infact=cost_prov; 
            elseif mejora(it)==1 
                cont3=0; 
                cost_infact=cost_prov; 
            end 
        end 
        cost_inf(it)=cost_infact; 
         
        % (5)ITERACIONES 
        % TABU_________________________________________________________ 
         
        %Para los clientes TABU restarles una iteracion TABU 
        for i=1:N 
            for j=1:N 
                if(movs_tabu(i,j) ~= 0) 
                    movs_tabu(i,j) = movs_tabu(i,j)-1; 
                end 
            end 
        end 
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        movs_tabu(n1(k),n2(k)) = TABU; 
        movs_tabu(n2(k),n1(k)) = TABU; 
        movs_tabu(n1(k),aux3) = TABU; 
        movs_tabu(aux3,n1(k)) = TABU; 
        movs_tabu(aux2,n2(k)) = TABU; 
        movs_tabu(n2(k),aux2) = TABU; 
        movs_tabu(aux1,n2(k)) = TABU; 
        movs_tabu(n2(k),aux1) = TABU; 
        movs_tabu(aux1,aux2) = TABU; 
        movs_tabu(aux2,aux1) = TABU; 
 
        mem_llarg(n1(k),n2(k)) = mem_llarg(n1(k),n2(k))+1; 
        mem_llarg(n2(k),n1(k)) = mem_llarg(n2(k),n1(k))+1; 
        mem_llarg(n1(k),aux3) = mem_llarg(n1(k),aux3)+1; 
        mem_llarg(aux3,n1(k)) = mem_llarg(aux3,n1(k))+1; 
        mem_llarg(aux2,n2(k)) = mem_llarg(aux2,n2(k))+1; 
        mem_llarg(n2(k),aux2) = mem_llarg(n2(k),aux2)+1; 
        mem_llarg(aux1,n2(k)) = mem_llarg(aux1,n2(k))+1; 
        mem_llarg(n2(k),aux1) = mem_llarg(n2(k),aux1)+1; 
        mem_llarg(aux1,aux2) = mem_llarg(aux1,aux2)+1; 
        mem_llarg(aux2,aux1) = mem_llarg(aux2,aux1)+1; 
    elseif prob>p2 
        %Tipo de movimiento 
        tipo_mov(it)=3; 
         
        %(1) ESCOGEMOS LA POBLACIÓN A CAMBIAR PARA EL CROSS-OVER______________________ 
        [n1,n2]=seleccioswaping(5); 
         
%         n1=67; 
%         n2=39; 
         
        %(2) ESCOGEMOS LA PAREJA CANDIDATA PARA HACER EL 
MOVIMIENTO___________________________________ 
        %MEMORIA CORTO PLAZO: Calculamos los costes totales = Distancia + Penalización 
por tiempo, capacidad... + Penalizacion por repeticion(M. Largo Plazo) 
        %costos=[0 0 0 0 0]; 
        %rutes=[0 0 0 0 0]; 
        costos=0; 
        rutes=0; 
         
        for k=1:5  
             
            % NUMERO DE RUTAS 
            rut_rec=n_rutes_prov; 
            if seg_prov(n1(k))==1 && ant_prov(n2(k))==1 
                rut_rec=rut_rec-1; 
            end 
            rutes(k)=rut_rec; 
             
            % NUEVA DISTANCIA 




            costos(k)=cost_rec; 
                       
            %PENALITZACIÓ per infringir RESTRICCIONS DE TEMPS 
%             
if(sortida_prov(ant_prov(n1(k)))+distancia(ant_prov(n1(k)),n2(k))>hora_max(n2(k))) 
%                 costos(k) = costos(k) + 
BETA*(sortida_prov(ant_prov(n1(k)))+distancia(ant_prov(n1(k)),n2(k))-hora_max(n2(k)));  
%             end 
%             
if(sortida_prov(ant_prov(n1(k)))+distancia(ant_prov(n1(k)),n2(k))+temps_serv(n2(k))+dist
ancia(n2(k),seg_prov(n1(k)))>hora_max(seg_prov(n1(k)))) 
%                 costos(k) = costos(k) + 
BETA*(sortida_prov(ant_prov(n1(k)))+distancia(ant_prov(n1(k)),n2(k))+temps_serv(n2(k))+d
istancia(n2(k),seg_prov(n1(k)))-hora_max(n2(k)));  
%             end 
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if(sortida_prov(ant_prov(n2(k)))+tiempo(ant_prov(n2(k)),n1(k),sortida_prov(ant_prov(n2(k
))))>hora_max(n1(k))) 
                costos(k) = costos(k) + 
BETA*(sortida_prov(ant_prov(n2(k)))+tiempo(ant_prov(n2(k)),n1(k),sortida_prov(ant_prov(n
2(k))))-hora_max(n1(k)));  
            end 










            end 
             
            %PENALITZACIÓ per REPETICIÓ DELS TABU 
            l=0; 
            for j=1:N 
                if(distancia(n1(k),j)<=D)  
                    l=l+1; 
                end 
            end 
            if(costos(k)>cost_prov)  
                costos(k) = costos(k) + 
GAMMA*sqrt(N*tot_rut_prov*l)*cost_rec*mem_llarg(n1(k),n2(k))/iter_total; 
            end 
        end 
         
        %ASPIRATION CRITERIA. Hill-Climbing. 
        [mini,kaux]=min(costos); 
        m=mini; 
        k=kaux; %mini es minimo de todos los costes. kaux es la pareja con minimo coste 
        kk=0; 
        %Si el de menos coste es tabu y no mejora el mejor coste, escogemos 
        %el otro candidato y lo acepta si no es tabu o tiene menor coste. 
        while(kk<5 && (movs_tabu(n1(k),n2(k)) ~= 0) && (mini >= cost)) 
            costos(k) = max(costos)+1; 
            [mini,k]=min(costos); 
            kk=kk+1; 
            %fprintf('Los clientes %i y %i son TABU y coste superior. \n\n', 
n1(k),n2(k)); 
        end 
        %En el caso de que ninguno de los de la población no es tabú ni 
        %mejora el coste, escogemos el primero de todos... 
        if(kk==5)  
            k=kaux; 
            m=mini; 
        end 
%         %cost_prov=mini; 
         
        %(3) CALCULO DEL COSTE TOTAL DE LA PAREJA CANDIDATA AL 
CAMBIO__________________________________________________________ 
              
        %Reordenamos la secuencia de rutas 
         
        r=ruta_prov(n1(k)); 
        %Reordenamos la secuencia de rutas 
        aux1=seg_prov(n1(k)); 
        aux2=ant_prov(n1(k)); 
        aux3=seg_prov(n2(k)); 
        seg_prov(n1(k))=aux3; 
        ant_prov(aux3)=n1(k); 
        seg_prov(n2(k))=n1(k); 
        ant_prov(n1(k))=n2(k); 
        ant_prov(aux1)=aux2; 
        seg_prov(aux2)=aux1; 
        if(aux1==1)  
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            final_prov(r)=aux2;  
        end 
        if(aux2==1)  
            inici_prov(r)=aux1; 
        end 
        if(aux1==1 && aux2==1)  
            tot_rut_prov=tot_rut_prov-1; 
        end 
        if(aux3==1)  
            final_prov(r)=n1(k);  
        end 
         
        %Calculo de las posiciones, llegadas, esperas y entradas de los 
        %clientes modificados 
         
        for w=1:length(inici_prov) 
            if inici_prov(w)~=1 
%             for j=1:n_rutes 
%                 if i==inici_prov(j) 
                    i=inici_prov(w); 
                    posi_prov(i)=0; 
                    entrada_prov(i)=0; 
                    llegada_prov(i)=0; 
                    while i~=1 
                        posi_prov(i)=posi_prov(ant_prov(i))+1; 
                        
llegada_prov(i)=sortida_prov(ant_prov(i))+tiempo(i,ant_prov(i),sortida_prov(ant_prov(i))
); 
                        if llegada_prov(i)<=hora_entr(i) 
                            espera_prov(i)=hora_entr(i)-llegada_prov(i); 
                            entrada_prov(i)=hora_entr(i); 
                            sortida_prov(i)=entrada_prov(i)+temps_serv(i); 
                        elseif llegada_prov(i)>hora_entr(i) 
                            if llegada_prov(i)<=hora_max(i) 
                                espera_prov(i)=0; 
                                entrada_prov(i)=llegada_prov(i); 
                                sortida_prov(i)=entrada_prov(i)+temps_serv(i); 
                            elseif llegada_prov(i)>hora_max(i) 
                                espera_prov(i)=0; 
                                entrada_prov(i)=llegada_prov(i); 
                                sortida_prov(i)=entrada_prov(i)+temps_serv(i); 
                            end 
                        end 
                        i=seg_prov(i); 
                    end 
                %end 
            end 
        end 
         
        %Calculo de las distancias nuevas con el movimiento 
        dist_prov=0; 
        for i=1:length(ruta_prov) 
            for j=2:N 
                if ruta_prov(j)==i 
                    if(inici_prov(i) ~= 1) 
                        dist_prov=dist_prov+distancia(1,inici_prov(i)); 
                        dist_prov=dist_prov+distancia(1,final_prov(i)); 
                        j=inici_prov(i); 
                        while(seg_prov(j)~=1) 
                            dist_prov=dist_prov+distancia(j,seg_prov(j)); 
                            j=seg_prov(j); 
                        end 
                    end 
                    break 
                end 
            end 
        end 
  
        %         %cost_prov=(dist_prov*alpha_D) + (tot_rut_prov*alpha_I); 
%         costes(it)=cost_prov; 
%         costes_sp(it)=cost_prov; 
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        cost_prov=dist_prov; 
        costes(it)=cost_prov; 
        costes_sp(it)=cost_prov; 
         
        %PENALIZACION POR CAPACIDAD 
        cap_exc(it)=0; 
        for i=1:num_rutes 
            if cap_rut_prov(i)>cap_total 
                cap_exc(it)=cap_exc(it)+(cap_rut_prov(i)-cap_total); 
            end 
        end 
        costes(it)=costes(it)+ALPHA*cap_exc(it); 
         
        %PENALIZACION POR TIEMPO 
        t_exc(it)=0; 
        for j=1:num_rutes 
            i=inici_prov(j); 
            while i~=1 
                if seg_prov(i)~=1 
                    
if(sortida_prov(i)+tiempo(i,seg_prov(i),sortida_prov(i))>hora_max(seg_prov(i))) 
                        
t_exc(it)=t_exc(it)+(sortida_prov(i)+tiempo(i,seg_prov(i),sortida_prov(i))-
hora_max(seg_prov(i))); 
                    end 
                end 
                i=seg_prov(i); 
            end 
        end 
        costes(it)=costes(it)+BETA*t_exc(it); 
        cost_prov=costes(it); 
         
        % (4)EVALUACIÓN DEL 
MOVIMIENTO___________________________________________________ 
        % 
        %Factibilidad 
        if cap_exc(it)==0 
            if t_exc(it)~=0 
                if t_exc(it)<60 
                    factible(it)=2; 
                else 
                    factible(it)=1; 
                end 
            else factible(it)=2; 
            end 
        else factible(it)=0; 
        end 
         
        % 
        %Mejora del coste 
        if cost_prov<cost_infact 
            if cost_prov<cost 
                mejora(it)=2; 
            elseif cost_prov>=cost 
                mejora(it)=1; 
            end 
        elseif cost_prov>=cost_infact 
            if cost_prov<cost 
                mejora(it)=2; 
            elseif cost_prov>=cost 
                mejora(it)=0; 
            end 
        end 
                
        %Rentabilidad 
        if mejora(it)==2 
            if t_exc(it)<=180 
                if factible(it)==1 
                    if mejora(it)==2 
                        Rent(it)=(cost-cost_prov)/(t_exc(it)/60); 
                        if Rent(it)>=100; 
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                            factible(it)=2; 
                        end 
                    end 
                end 
            end 
        end 
                
        %Contar el numero de vehiculos  
        for i=1:length(ruta_prov) 
            for j=2:N 
                if ruta_prov(j)==i 
                    n_vh(it)=n_vh(it)+1; 
                    break 
                end 
            end 
        end 
        n_rutes_prov=n_vh(it); 
         
        % 
        %Actualizacion de datos 
        if factible(it)==2 
            if mejora(it)==2 
                cont_2=0; 
                cont2_2=0; 
                cont3_2=0; 
                 
                final=final_prov; 
                inici=inici_prov;        
                ruta=ruta_prov; 
                ant=ant_prov; 
                seg=seg_prov; 
                cap_rut=cap_rut_prov; 
                n_rutes=n_rutes_prov; %-1; 
                dist_tot=dist_prov; 
                cost=cost_prov; 
                posi=posi_prov; 
                llegada=llegada_prov; 
                entrada=entrada_prov; 
                sortida=sortida_prov; 
                espera=espera_prov; 
                fprintf('Los clientes %i y %i han hecho SWAPING en iteracion %i con %i 
vh. Coste total: %i\n', n1(k),n2(k),it,n_vh(it),cost_prov); 
            elseif mejora(it)==1 
                cont3_2=0; 
            end 
        elseif factible(it)==1 
            if mejora(it)==2 
                cont3=0; 
                cost_infact=cost_prov; 
            elseif mejora(it)==1 
                cont3=0; 
                cost_infact=cost_prov; 
            end 
        end 
        cost_inf(it)=cost_infact; 
         
        % (5)ITERACIONES 
        % TABU_________________________________________________________ 
         
        %Para los clientes TABU restarles una iteracion TABU 
        for i=1:N 
            for j=1:N 
                if(movs_tabu(i,j) ~= 0) 
                    movs_tabu(i,j) = movs_tabu(i,j)-1; 
                end 
            end 
        end 
  
        movs_tabu(n1(k),n2(k)) = TABU; 
        movs_tabu(n2(k),n1(k)) = TABU; 
        movs_tabu(n1(k),aux3) = TABU; 
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        movs_tabu(aux3,n1(k)) = TABU; 
        movs_tabu(aux2,n2(k)) = TABU; 
        movs_tabu(n2(k),aux2) = TABU; 
        movs_tabu(aux1,n2(k)) = TABU; 
        movs_tabu(n2(k),aux1) = TABU; 
        movs_tabu(aux1,aux2) = TABU; 
        movs_tabu(aux2,aux1) = TABU; 
  
        mem_llarg(n1(k),n2(k)) = mem_llarg(n1(k),n2(k))+1; 
        mem_llarg(n2(k),n1(k)) = mem_llarg(n2(k),n1(k))+1; 
        mem_llarg(n1(k),aux3) = mem_llarg(n1(k),aux3)+1; 
        mem_llarg(aux3,n1(k)) = mem_llarg(aux3,n1(k))+1; 
        mem_llarg(aux2,n2(k)) = mem_llarg(aux2,n2(k))+1; 
        mem_llarg(n2(k),aux2) = mem_llarg(n2(k),aux2)+1; 
        mem_llarg(aux1,n2(k)) = mem_llarg(aux1,n2(k))+1; 
        mem_llarg(n2(k),aux1) = mem_llarg(n2(k),aux1)+1; 
        mem_llarg(aux1,aux2) = mem_llarg(aux1,aux2)+1; 
        mem_llarg(aux2,aux1) = mem_llarg(aux2,aux1)+1; 
    end 
  
     
end 
 
% %GRAFICA ITERACIONES-COSTE (sin penalizacion) (costes_sp) 
% figure(2) 
% title('Evolución del distancia') 
% xx=zeros(length(costes_sp)); 
% for i=1:length(costes_sp) 
%     xx(i)=i; 
% end 
% plot([xx(1),xx(2)],[costes_sp(1),costes_sp(2)]) 
% for i=2:length(costes_sp) 
%     if costes_sp(i)~=0 && costes_sp(i-1)~=0 
%         plot([xx(i-1),xx(i)],[costes_sp(i-1),costes_sp(i)]) 
%     end 
%     if costes_sp(i-1)~=0 && costes_sp(i)==0 
%         for j=i:length(costes_sp) 
%             if costes_sp(j)~=0 
%                 plot([xx(i-1),xx(j)],[costes_sp(i-1),costes_sp(j)]) 
%                 break 
%             end 
%         end 
%     end       
%     if factible(i)==2 && mejora(i)==2 
%         if tipo_mov(i)==1 
%             plot(xx(i),costes_sp(i),'r:.') 
%         elseif tipo_mov(i)==2 
%             plot(xx(i),costes_sp(i),'r:*') 
%         end 
%     end     
%     if factible(i)==1 && mejora(i)==2 
%         if tipo_mov(i)==1 
%             plot(xx(i),costes_sp(i),'g:.') 
%         elseif tipo_mov(i)==2 
%             plot(xx(i),costes_sp(i),'g:*') 
%         end 
%     end     
%     hold on 
% end 
% hold off 
% % 
% % 
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    if costes(i)~=0 && costes(i-1)~=0 
        plot([xx(i-1),xx(i)],[costes(i-1),costes(i)]) 
    end 
    if costes(i-1)~=0 && costes(i)==0 
        for j=i:length(costes) 
            if costes(j)~=0 
                plot([xx(i-1),xx(j)],[costes(i-1),costes(j)]) 
                break 
            end 
        end 
    end   
    if factible(i)==2 && mejora(i)==2 
        if tipo_mov(i)==1 
            plot(xx(i),costes(i),'r:.') 
        elseif tipo_mov(i)==2 
            plot(xx(i),costes(i),'r:*') 
        end 
    end 
    if factible(i)==1 && mejora(i)==2 
        if tipo_mov(i)==1 
            plot(xx(i),costes(i),'g:.') 
        elseif tipo_mov(i)==2 
            plot(xx(i),costes(i),'g:*') 
        end 
    end 




    if Rent(i)>=100 
        plot(xx(i),costes(i),'sr') 
        fprintf('Coste infactible es %i en la iteracion %i con %i 
vehiculos\n',costes(i),i,n_vh(i)) 









title('Optimización con TS') 
  
for m=1:length(x) 
    text(x(m)+ 1.5,y(m)+ 2,sprintf('%d',num_client(m)),'HorizontalAlignment','right') 
    %text(x(m)+ 3,y(m)+ 
4,sprintf('(%d,%d)',hora_entr(m),hora_sort(m)),'HorizontalAlignment','right')%'fontsize{
10}') 
    %text(x(m)+ 3,y(m)+ 6,sprintf('%d',entrada(m)),'HorizontalAlignment','right') 






    if(rutes_elim(i)==0) 
        %tot_rut=tot_rut+1; 
        clients_rut(i)= 1; 
        plot([x(1),x(inici(i))],[y(1),y(inici(i))],'r') 
        dist_rut(i)= sqrt((x(1)-x(inici(i)))^2+(y(1)-y(inici(i)))^2)+ sqrt((x(1)-
x(final(i)))^2+(y(1)-y(final(i)))^2); 
        %dist_tot=dist_tot+sqrt((x(1)-x(inici(i)))^2+(y(1)-y(inici(i)))^2); 
        plot([x(1),x(final(i))],[y(1),y(final(i))],'r') 
        %dist_tot=dist_tot+sqrt((x(1)-x(final(i)))^2+(y(1)-y(final(i)))^2); 
        j=inici(i); 
        while(seg(j)~=1) 
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            plot([x(j),x(seg(j))],[y(j),y(seg(j))],'r') 
            dist_rut(i)= dist_rut(i)+ sqrt((x(j)-x(seg(j)))^2+(y(j)-y(seg(j)))^2); 
            clients_rut(i)=clients_rut(i)+1; 
            %dist_tot=dist_tot+sqrt((x(j)-x(seg(j)))^2+(y(j)-y(seg(j)))^2); 
            j=seg(j); 
        end 
    end 





    for j=2:N 
        if ruta(j)==i 
            n_rutes=n_rutes+1; 
            break 
        end 
    end 
end 
  
%Calculo de las distancias nuevas con el movimiento 
dist_tot=0; 
for i=1:length(ruta) 
    for j=2:N 
        if ruta(j)==i 
            if(inici(i) ~= 1) 
                dist_tot=dist_tot+distancia(1,inici(i)); 
                dist_tot=dist_tot+distancia(1,final(i)); 
                j=inici(i); 
                while(seg(j)~=1) 
                    dist_tot=dist_tot+distancia(j,seg(j)); 
                    j=seg(j); 
                end 
            end 
            break 
        end 





    i=inici(j); 
    while i~=1 
        %if seg(i)~=1 
            if(llegada(i)>hora_max(i)) 
                t_exceso=t_exceso+(llegada(i)-hora_max(i)); 
            end 
        %end 
        i=seg(i); 
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while iter_total_2 < N4 
    iter_total_2=iter_total_2+1; 
    it2=iter_total_2; 
    seg_prov(1)=1; 
    ant_prov(1)=1; 
    if(cont_2==MMM) %Si llegamos al numero de iteraciones máximo los _prov son los 
originales 
        final_prov=final; 
        inici_prov=inici; 
        ruta_prov=ruta; 
        ant_prov=ant; 
        seg_prov=seg; 
        cap_rut_prov=cap_rut; 
        tot_rut_prov=tot_rut; 
        dist_prov=dist_tot; 
        cost_prov=cost; 
        posi_prov=posi; 
        llegada_prov=llegada; 
        entrada_prov=entrada; 
        sortida_prov=sortida; 
        espera_prov=espera; 
        cont_2=0; 
    end 
     
    if cont2_2==N2 
        break 
    end 
    if cont3_2==N3 
        break 
    end 
  
    %Si no ha mejorado la solucion factible (Restart criteria) 
    cont_2=cont_2+1; 
    %Si no ha mejorado la solucion factible 
    cont2_2=cont2_2+1; 
    %Si no ha mejorado la solucion infactible 
    cont3_2=cont3_2+1; 
    %Probabilidad para aplicar un movimiento (random) 
    prob=rand; 
         
        %Tipo de movimiento 
        tipo_mov(it2)=3; 
         
        %(1) ESCOGEMOS LA POBLACIÓN A CAMBIAR PARA EL CROSS-OVER______________________ 
        [n1,n2]=seleccioswaping(5); 
         
%         n1=67; 
%         n2=39; 
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        %(2) ESCOGEMOS LA PAREJA CANDIDATA PARA HACER EL 
MOVIMIENTO___________________________________ 
        %MEMORIA CORTO PLAZO: Calculamos los costes totales = Distancia + Penalización 
por tiempo, capacidad... + Penalizacion por repeticion(M. Largo Plazo) 
        %costos=[0 0 0 0 0]; 
        %rutes=[0 0 0 0 0]; 
        costos=0; 
        rutes=0; 
         
        for k=1:5  
             
            % NUMERO DE RUTAS 
            rut_rec=n_rutes_prov; 
            if seg_prov(n1(k))==1 && ant_prov(n2(k))==1 
                rut_rec=rut_rec-1; 
            end 
            rutes(k)=rut_rec; 
             
            % NUEVA DISTANCIA 




            costos(k)=cost_rec; 
                       
            %PENALITZACIÓ per infringir RESTRICCIONS DE TEMPS 
%             
if(sortida_prov(ant_prov(n1(k)))+distancia(ant_prov(n1(k)),n2(k))>hora_max(n2(k))) 
%                 costos(k) = costos(k) + 
BETA*(sortida_prov(ant_prov(n1(k)))+distancia(ant_prov(n1(k)),n2(k))-hora_max(n2(k)));  
%             end 
%             
if(sortida_prov(ant_prov(n1(k)))+distancia(ant_prov(n1(k)),n2(k))+temps_serv(n2(k))+dist
ancia(n2(k),seg_prov(n1(k)))>hora_max(seg_prov(n1(k)))) 
%                 costos(k) = costos(k) + 
BETA*(sortida_prov(ant_prov(n1(k)))+distancia(ant_prov(n1(k)),n2(k))+temps_serv(n2(k))+d
istancia(n2(k),seg_prov(n1(k)))-hora_max(n2(k)));  
%             end 
            
if(sortida_prov(ant_prov(n2(k)))+tiempo(ant_prov(n2(k)),n1(k),sortida_prov(ant_prov(n2(k
))))>hora_max(n1(k))) 
                costos(k) = costos(k) + 
BETA*(sortida_prov(ant_prov(n2(k)))+tiempo(ant_prov(n2(k)),n1(k),sortida_prov(ant_prov(n
2(k))))-hora_max(n1(k)));  
            end 










            end 
             
            %PENALITZACIÓ per REPETICIÓ DELS TABU 
            l=0; 
            for j=1:N 
                if(distancia(n1(k),j)<=D)  
                    l=l+1; 
                end 
            end 
            if(costos(k)>cost_prov)  
                costos(k) = costos(k) + 
GAMMA*sqrt(N*tot_rut_prov*l)*cost_rec*mem_llarg(n1(k),n2(k))/iter_total_2; 
            end 
        end 
         
%         %ASPIRATION CRITERIA. Hill-Climbing. 
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%         [mini,kaux]=min(costos); 
%         m=mini; 
%         k=kaux; %mini es minimo de todos los costes. kaux es la pareja con minimo 
coste 
%         kk=0; 
%         %Si el de menos coste es tabu y no mejora el mejor coste, escogemos 
%         %el otro candidato y lo acepta si no es tabu o tiene menor coste. 
%         while(kk<5 && (movs_tabu(n1(k),n2(k)) ~= 0) && (mini >= cost)) 
%             costos(k) = max(costos)+1; 
%             [mini,k]=min(costos); 
%             kk=kk+1; 
%             %fprintf('Los clientes %i y %i son TABU y coste superior. \n\n', 
n1(k),n2(k)); 
%         end 
%         %En el caso de que ninguno de los de la población no es tabú ni 
%         %mejora el coste, escogemos el primero de todos... 
%         if(kk==5)  
%             k=kaux; 
%             m=mini; 
%         end 
%         %cost_prov=mini; 
         
         
        %(3) CALCULO DEL COSTE TOTAL DE LA PAREJA CANDIDATA AL 
CAMBIO__________________________________________________________ 
              
        %Reordenamos la secuencia de rutas 
         
        r=ruta_prov(n1(k)); 
        %Reordenamos la secuencia de rutas 
        aux1=seg_prov(n1(k)); 
        aux2=ant_prov(n1(k)); 
        aux3=seg_prov(n2(k)); 
        seg_prov(n1(k))=aux3; 
        ant_prov(aux3)=n1(k); 
        seg_prov(n2(k))=n1(k); 
        ant_prov(n1(k))=n2(k); 
        ant_prov(aux1)=aux2; 
        seg_prov(aux2)=aux1; 
        if(aux1==1)  
            final_prov(r)=aux2;  
        end 
        if(aux2==1)  
            inici_prov(r)=aux1; 
        end 
        if(aux1==1 && aux2==1)  
            tot_rut_prov=tot_rut_prov-1; 
        end 
        if(aux3==1)  
            final_prov(r)=n1(k);  
        end 
                        
        %Calculo de las posiciones, llegadas, esperas y entradas de los 
        %clientes modificados 
         
        for w=1:length(inici_prov) 
            if inici_prov(w)~=1 
%             for j=1:n_rutes 
%                 if i==inici_prov(j) 
                    i=inici_prov(w); 
                    posi_prov(i)=0; 
                    entrada_prov(i)=0; 
                    llegada_prov(i)=0; 
                    while i~=1 
                        posi_prov(i)=posi_prov(ant_prov(i))+1; 
                        
llegada_prov(i)=sortida_prov(ant_prov(i))+tiempo(i,ant_prov(i),sortida_prov(ant_prov(i))
); 
                        if llegada_prov(i)<=hora_entr(i) 
                            espera_prov(i)=hora_entr(i)-llegada_prov(i); 
                            entrada_prov(i)=hora_entr(i); 
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                            sortida_prov(i)=entrada_prov(i)+temps_serv(i); 
                        elseif llegada_prov(i)>hora_entr(i) 
                            if llegada_prov(i)<=hora_max(i) 
                                espera_prov(i)=0; 
                                entrada_prov(i)=llegada_prov(i); 
                                sortida_prov(i)=entrada_prov(i)+temps_serv(i); 
                            elseif llegada_prov(i)>hora_max(i) 
                                espera_prov(i)=0; 
                                entrada_prov(i)=llegada_prov(i); 
                                sortida_prov(i)=entrada_prov(i)+temps_serv(i); 
                            end 
                        end 
                        i=seg_prov(i); 
                    end 
                %end 
            end 
        end 
         
        %Calculo de las distancias nuevas con el movimiento 
        dist_prov=0; 
        for i=1:length(ruta_prov) 
            for j=2:N 
                if ruta_prov(j)==i 
                    if(inici_prov(i) ~= 1) 
                        dist_prov=dist_prov+distancia(1,inici_prov(i)); 
                        dist_prov=dist_prov+distancia(1,final_prov(i)); 
                        j=inici_prov(i); 
                        while(seg_prov(j)~=1) 
                            dist_prov=dist_prov+distancia(j,seg_prov(j)); 
                            j=seg_prov(j); 
                        end 
                    end 
                    break 
                end 
            end 
        end 
  
        %         %cost_prov=(dist_prov*alpha_D) + (tot_rut_prov*alpha_I); 
%         costes(it)=cost_prov; 
%         costes_sp(it)=cost_prov; 
        cost_prov=dist_prov; 
        costes(it2)=cost_prov; 
        costes_sp(it2)=cost_prov; 
         
        %PENALIZACION POR CAPACIDAD 
        cap_exc(it2)=0; 
        for i=1:num_rutes 
            if cap_rut_prov(i)>cap_total 
                cap_exc(it2)=cap_exc(it2)+(cap_rut_prov(i)-cap_total); 
            end 
        end 
        costes(it2)=costes(it2)+ALPHA*cap_exc(it2); 
         
        %PENALIZACION POR TIEMPO 
        t_exc(it2)=0; 
        for j=1:num_rutes 
            i=inici_prov(j); 
            while i~=1 
                if seg_prov(i)~=1 
                    
if(sortida_prov(i)+tiempo(i,seg_prov(i),sortida_prov(i))>hora_max(seg_prov(i))) 
                        
t_exc(it2)=t_exc(it2)+(sortida_prov(i)+tiempo(i,seg_prov(i),sortida_prov(i))-
hora_max(seg_prov(i))); 
                    end 
                end 
                i=seg_prov(i); 
            end 
        end 
        costes(it2)=costes(it2)+BETA*t_exc(it2); 
        cost_prov=costes(it2); 
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        % (4)EVALUACIÓN DEL 
MOVIMIENTO___________________________________________________ 
        % 
        %Factibilidad 
        if cap_exc(it2)==0 
            if t_exc(it2)~=0 
                if t_exc(it2)<60 
                    factible(it2)=2; 
                else 
                    factible(it2)=1; 
                end 
            else factible(it2)=2; 
            end 
        else factible(it2)=0; 
        end 
         
        %Mejora del coste 
        if cost_prov<cost_infact 
            if cost_prov<cost 
                mejora(it2)=2; 
            elseif cost_prov>=cost 
                mejora(it2)=1; 
            end 
        elseif cost_prov>=cost_infact 
            if cost_prov<cost 
                mejora(it2)=2; 
            elseif cost_prov>=cost 
                mejora(it2)=0; 
            end 
        end 
                
        %Rentabilidad 
        if mejora(it2)==2 
            if t_exc(it2)<=180 
                if factible(it2)==1 
                    if mejora(it2)==2 
                        Rent(it2)=(cost-cost_prov)/(t_exc(it2)/60); 
                        if Rent(it2)>=100; 
                            factible(it2)=2; 
                        end 
                    end 
                end 
            end 
        end 
                
        %Contar el numero de vehiculos  
        for i=1:length(ruta_prov) 
            for j=2:N 
                if ruta_prov(j)==i 
                    n_vh(it2)=n_vh(it2)+1; 
                    break 
                end 
            end 
        end 
        n_rutes_prov=n_vh(it2); 
         
        %Actualizacion de datos 
        if factible(it2)==2 
            if mejora(it2)==2 
                cont_2=0; 
                cont2_2=0; 
                cont3_2=0; 
                 
                final=final_prov; 
                inici=inici_prov;        
                ruta=ruta_prov; 
                ant=ant_prov; 
                seg=seg_prov; 
                cap_rut=cap_rut_prov; 
                n_rutes=n_rutes_prov; %-1; 
Chac Sam, Anh-Van (2010) 




                dist_tot=dist_prov; 
                cost=cost_prov; 
                posi=posi_prov; 
                llegada=llegada_prov; 
                entrada=entrada_prov; 
                sortida=sortida_prov; 
                espera=espera_prov; 
                fprintf('Los clientes %i y %i han hecho SWAPING en iteracion %i con %i 
vh. Coste total: %i\n', n1(k),n2(k),it2,n_vh(it2),cost_prov); 
            elseif mejora(it2)==1 
                cont3_2=0; 
            end 
        elseif factible(it2)==1 
            if mejora(it2)==2 
                cont3_2=0; 
                cost_infact=cost_prov; 
            elseif mejora(it2)==1 
                cont3_2=0; 
                cost_infact=cost_prov; 
            end 
        end 
        cost_inf(it2)=cost_infact; 
         
        % (5)ITERACIONES 
        % TABU_________________________________________________________ 
         
         
             
        %Para los clientes TABU restarles una iteracion TABU 
        for i=1:N 
            for j=1:N 
                if(movs_tabu(i,j) ~= 0) 
                    movs_tabu(i,j) = movs_tabu(i,j)-1; 
                end 
            end 
        end 
  
        movs_tabu(n1(k),n2(k)) = TABU; 
        movs_tabu(n2(k),n1(k)) = TABU; 
        movs_tabu(n1(k),aux3) = TABU; 
        movs_tabu(aux3,n1(k)) = TABU; 
        movs_tabu(aux2,n2(k)) = TABU; 
        movs_tabu(n2(k),aux2) = TABU; 
        movs_tabu(aux1,n2(k)) = TABU; 
        movs_tabu(n2(k),aux1) = TABU; 
        movs_tabu(aux1,aux2) = TABU; 
        movs_tabu(aux2,aux1) = TABU; 
 
        mem_llarg(n1(k),n2(k)) = mem_llarg(n1(k),n2(k))+1; 
        mem_llarg(n2(k),n1(k)) = mem_llarg(n2(k),n1(k))+1; 
        mem_llarg(n1(k),aux3) = mem_llarg(n1(k),aux3)+1; 
        mem_llarg(aux3,n1(k)) = mem_llarg(aux3,n1(k))+1; 
        mem_llarg(aux2,n2(k)) = mem_llarg(aux2,n2(k))+1; 
        mem_llarg(n2(k),aux2) = mem_llarg(n2(k),aux2)+1; 
        mem_llarg(aux1,n2(k)) = mem_llarg(aux1,n2(k))+1; 
        mem_llarg(n2(k),aux1) = mem_llarg(n2(k),aux1)+1; 
        mem_llarg(aux1,aux2) = mem_llarg(aux1,aux2)+1; 
        mem_llarg(aux2,aux1) = mem_llarg(aux2,aux1)+1; 
         
end 




Ampliación del conjunto de clientes con los clientes nuevos. 
datosN.m 
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%%%%datosNuevos de los clientes nuevos %%%% 
  
%Ordenamos los CLIENTES NUEVOS despues de los viejos 
for i=1:NN 
    num_client(N+i)=num_clientN(i)+N; 
    x(N+i)=xN(i); 
    y(N+i)=yN(i); 
    demand(N+i)=demandN(i); 
    hora_entr(N+i)=hora_entrN(i); 
    hora_sort(N+i)=hora_sortN(i); 
    temps_serv(N+i)=temps_servN(i); 
    hora_llamada(N+i)=hora_llamadaN(i); 
end 
for i=1:NN %calculem l'hora maxima que podem arribar a un client 
    hora_max(i+N) = hora_sort(i+N)-temps_serv(i+N); 
end 
%Total de clientes=Viejos+Nuevos 
NNN=N+NN; 
  
% Definim un espai per escollir les solucions, D=0.5*sqrt(A)  
ampp=0; %amp=distancia mas grande entre dos clientes en eje x 
for i=1:(N+NN) 
    for j=i+1:(N+NN) 
        if(abs(x(i)-x(j))>ampp)  
            ampp = abs(x(i)-x(j)); 
        end 
    end 
end 
  
all=0; %al=distancia mas grande entre dos clientes en eje y 
for i=1:(N+NN) 
    for j=i+1:(N+NN) 
        if(abs(y(i)-y(j))>all)  
            all = abs(y(i)-y(j)); 
        end 
    end 
end 
  




% %Calculamos los TIEMPOS DE ESPERA y LOS INTERVALOS DE SERVICIO que hay para 
% %cada cliente viejo 
% for i=2:N 
%     if ruta(i)~=0 
%         [A,B,C,D,E,F,G,H,I]=CLIENTE(i); 
%         tiempo_espera(i)=I(1,2)-I(1,1); 
%         int_servei(i,1)=H(1,1); 
%         int_servei(i,2)=H(1,2); 
%     end 
% end 
% % 
% %Consideramos TABU_ESPERA todos los clientes viejos que no tiene suficiente 
% %tiempo de espera y por lo tanto, no se pueden introducir los nuevos antes 
% %de él. 
% for i=2:N 
%     if tiempo_espera(i)<=(min(temps_servN)+10) 
%         TABU_espera(i)=1; 




Proceso de inserción y optimización. 
datosN.m 
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%Intervalo de tiempo para cada ejecución de TABU SEARCH 
num_int=input('numero de intervalos: '); 
int_T=(max(hora_sort)/num_int); 
  
%Que CLIENTES NUEVOS solicitan el servicio para cada INTERVALO de tiempo. 
%Insertamos los clientes que no han podido ser insertados. 
k=0; 
T(1)=1*int_T; 
for i=1:NN %Clientes nuevos número... 
    if hora_llamada(i+N)<=T(1) 
        k=k+1; 
        clientesN(1,k)=num_client(i+N); 




for j=2:num_int %Intervalo número ... 
    T(j)=j*int_T; 
    for i=1:NN %Clientes nuevos número... 
        if T(j-1)<hora_llamada(i+N)&& hora_llamada(i+N)<=T(j) 
            k=k+1; 
            clientesN(j,k)=num_client(i+N); 
        end 
    end 






%%%%%%%%%%%%%%%%%%TABU SEARCH para cada INTERVALO 
movs_tabu=zeros(N+NN); %moviments tabu 
mem_llarg=zeros(N+NN); %memoria a llarg plaç 
  
for t=1:length(clientesN(:,1)) %Para cada intervalo 
    disp(t)     
    C=clientesN(t,:); %C son los clientes del intervalo que se estudia en esta iteración 
     
    for s=1:length(C) 
         
        if C(s)==0 
            L(s)=0; %L son las horas de llamada entrante de los clientes 
            %break  
        end 
  
        if C(s)~=0 
            L(s)=hora_llamada(C(s)); 
            iter_total=1;             
            % 
            %Aqui es donde empezaria las iteraciones TABU. Hacemos la 
            %primera iteración para definir la dist_prov a comparar. 
            final_prov=final; 
            inici_prov=inici; 
            ruta_prov=ruta; 
            ant_prov=ant; 
            seg_prov=seg; 
            cap_rut_prov=cap_rut; 
            tot_rut_prov=tot_rut; 
            dist_prov=dist_tot; 
            cost_prov=cost; 
            posi_prov=posi; 
            llegada_prov=llegada; 
            entrada_prov=entrada; 
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            sortida_prov=sortida; 
            espera_prov=espera; 
            % 
            %Radio máximo en que se puede encontrar el cliente viejo 
            R_max=D; 
            % 
            %(1) ESCOGEMOS LA POBLACIÓN A INSERTAR CON EL NUEVO 
            n1=seleccioN1(5,C(s),L(s)); 
            if n1==0 
                fprintf('Se añade un vehiculo por caso1 \n') 
                num_rutes=num_rutes+1; 
                ruta_prov(C(s))=num_rutes; 
                inici_prov(ruta_prov(C(s)))=C(s); 
                final_prov(ruta_prov(C(s)))=C(s); 
                ant_prov(C(s))=1; 
                seg_prov(C(s))=1; 
                cap_rut_prov(ruta_prov(C(s)))=demand(C(s)); 
                posi_prov(C(s))=1; 
                llegada_prov(C(s))=t*int_T+distancia(1,C(s)); 
                if llegada_prov(C(s))<=hora_entr(C(s)) 
                    espera_prov(C(s))=hora_entr(C(s))-llegada_prov(C(s)); 
                    entrada_prov(C(s))=hora_entr(C(s)); 
                    sortida_prov(C(s))=entrada_prov(C(s))+temps_serv(C(s)); 
                elseif llegada_prov(C(s))>hora_entr(C(s)) 
                    if llegada_prov(C(s))<=hora_max(C(s)) 
                        espera_prov(C(s))=0; 
                        entrada_prov(C(s))=llegada_prov(C(s)); 
                        sortida_prov(C(s))=entrada_prov(C(s))+temps_serv(C(s)); 
                    elseif llegada_prov(C(s))>hora_max(C(s)) 
                        espera_prov(C(s))=0; 
                        entrada_prov(C(s))=llegada_prov(C(s)); 
                        sortida_prov(C(s))=entrada_prov(C(s))+temps_serv(C(s)); 
                    end 
                end 
                cost_prov=cost_prov+2*tiempo(1,(C(s)),t*int_T); 
                dist_prov=dist_prov+2*distancia(1,C(s)); 
            end 
             
            if n1(1)~=0         
  
                %(2) ESCOGEMOS EL CLIENTE CANDIDATO PARA HACER EL 
MOVIMIENTO___________________________________ 
                %MEMORIA CORTO PLAZO: Calculamos los costes totales = Distancia + 
Penalización por tiempo, capacidad... + Penalizacion por repeticion(M. Largo Plazo) 
                costos=zeros(1,length(n1)); 
                cap1=zeros(1,length(n1));             
                for k=1:length(n1) 
                    % NUEVA DISTANCIA 
                    
cost_rec=cost_prov+distancia(seg_prov(n1(k)),C(s))+distancia(n1(k),C(s))-
distancia(seg_prov(n1(k)),n1(k)); 
                    costos(k)=cost_rec; 
                    % 
                    %Calculo NUEVAS CAPACIDADES 
                    cap1(k)=cap_rut_prov(ruta_prov(n1(k)))+demand(C(s)); 
                    % 
                    % PENALITZACIÓ per infringir RESTRICCIONS DE CAPACITAT 
                    if(cap1(k)>cap_total) 
                        costos(k) = costos(k) + ALPHA*(cap1(k)-cap_total); 
                    end 
                    % 
                    %PENALITZACIÓ per infringir RESTRICCIONS DE TEMPS 








                    end 
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                    % 
                    %PENALITZACIÓ per REPETICIÓ DELS TABU 
                    l=0; 
                    for j=1:N 
                        if(distancia(n1(k),j)<=D)  
                            l=l+1; 
                        end 
                    end 
                    if(costos(k)>cost_prov)  
                        costos(k) = costos(k) + 
GAMMA*sqrt(N*tot_rut_prov*l)*cost_rec*mem_llarg(n1(k),C(s))/iter_total; 
                    end 
                end 
                % 
                %Cogemos el mínimo de todos los costes 
                [mini,kaux]=min(costos); 
                %cost_prov=mini; 
                k=kaux; 
  
                %%(3) CALCULO DEL COSTE TOTAL DEL CANDIDATO AL 
CAMBIO__________________________________________________________ 
                r1=ruta_prov(n1(k)); 
                cap1(k)=cap_rut_prov(r1)+demand(C(s));             
                cap_rut_prov(r1)=cap1(k); 
                % 
                %Reordenamos la secuencia de rutas 
                aux2=seg_prov(n1(k)); 
                % 
                seg_prov(C(s))=aux2; 
                ant_prov(aux2)=C(s); 
                seg_prov(n1(k))=C(s); 
                ant_prov(C(s))=n1(k); 
                ruta_prov(C(s))=r1; 
                ruta_prov(1)=0; 
                seg_prov(1)=1; 
                ant_prov(1)=1; 
                if aux2==1 
                    final_prov(r1)=C(s);                 
                end 
  
                %Calculo de las posiciones, llegadas, esperas y entradas de los clientes 
modificados 
                for w=1:length(inici_prov) 
                    if inici_prov(w)~=1 
        %             for j=1:n_rutes 
        %                 if i==inici_prov(j) 
                            i=inici_prov(w); 
                            posi_prov(i)=0; 
                            entrada_prov(i)=0; 
                            llegada_prov(i)=0; 
                            while i~=1 
                                posi_prov(i)=posi_prov(ant_prov(i))+1; 
                                
llegada_prov(i)=sortida_prov(ant_prov(i))+tiempo(i,ant_prov(i),sortida_prov(ant_prov(i))
); 
                                if llegada_prov(i)<=hora_entr(i) 
                                    espera_prov(i)=hora_entr(i)-llegada_prov(i); 
                                    entrada_prov(i)=hora_entr(i); 
                                    sortida_prov(i)=entrada_prov(i)+temps_serv(i); 
                                elseif llegada_prov(i)>hora_entr(i) 
                                    if llegada_prov(i)<=hora_max(i) 
                                        espera_prov(i)=0; 
                                        entrada_prov(i)=llegada_prov(i); 
                                        sortida_prov(i)=entrada_prov(i)+temps_serv(i); 
                                    elseif llegada_prov(i)>hora_max(i) 
                                        espera_prov(i)=0; 
                                        entrada_prov(i)=llegada_prov(i); 
                                        sortida_prov(i)=entrada_prov(i)+temps_serv(i); 
                                    end 
                                end 
                                sortida_prov(i)=entrada_prov(i)+temps_serv(i); 
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                                i=seg_prov(i); 
                            end 
                        %end 
                    end 
                end 
                % 
                %Calculo de las distancias nuevas con el movimiento 
                dist_prov=0; 
                for i=1:length(ruta_prov) 
                    for j=2:N 
                        if ruta_prov(j)==i 
                            if(inici_prov(i) ~= 1) 
                                dist_prov=dist_prov+distancia(1,inici_prov(i)); 
                                dist_prov=dist_prov+distancia(1,final_prov(i)); 
                                j=inici_prov(i); 
                                while(seg_prov(j)~=1) 
                                    dist_prov=dist_prov+distancia(j,seg_prov(j)); 
                                    j=seg_prov(j); 
                                end 
                            end 
                            break 
                        end 
                    end 
                end 
                cost_prov=dist_prov; 
                costes(it)=cost_prov; 
                costes_sp(it)=cost_prov; 
  
                %PENALIZACIÓN POR CAPACIDAD 
                cap_exc(it)=0; 
                for i=1:num_rutes 
                    if cap_rut_prov(i)>cap_total 
                        cap_exc(it)=cap_exc(it)+(cap_rut_prov(i)-cap_total); 
                    end 
                end 
                costes(it)=costes(it)+ALPHA*cap_exc(it); 
  
                %PENALIZACION POR TIEMPO 
                t_exc(it)=0; 
                for j=1:num_rutes 
                    i=inici_prov(j); 
                    while i~=1 
                        %if seg_prov(i)~=1 
                            if(llegada_prov(i)>hora_max(i)) 
                                t_exc(it)=t_exc(it)+(llegada_prov(i)-hora_max(i)); 
                            end 
                        %end 
                        i=seg_prov(i); 
                    end 
                end 
                costes(it)=costes(it)+BETA*t_exc(it); 
                cost_prov=costes(it); 
  
                % (4)EVALUACIÓN DEL 
MOVIMIENTO___________________________________________________ 
                % 
                %Factibilidad 
                if cap_exc(it)==0 
                    if t_exc(it)~=0 
                        if t_exc(it)<60 
                            factible(it)=2; 
                        else 
                            factible(it)=1; 
                        end 
                    else factible(it)=2; 
                    end 
                else factible(it)=0; 
                end 
  
                % 
                %Mejora del coste 
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                if cost_prov<cost_infact 
                    if cost_prov<cost 
                        mejora(it)=2; 
                    elseif cost_prov>=cost 
                        mejora(it)=1; 
                    end 
                elseif cost_prov>=cost_infact 
                    if cost_prov<cost 
                        mejora(it)=2; 
                    elseif cost_prov>=cost 
                        mejora(it)=0; 
                    end 
                end 
 
                %Rentabilidad 
                if mejora(it)==2 
                    if t_exc<=180 
                        if factible(it)==1 
                            if mejora(it)==2 
                                Rent(it)=(cost-cost_prov)/(t_exc(it)/60); 
                                if Rent(it)>=100; 
                                    factible(it)=2; 
                                end 
                            end 
                        end 
                    end 
                end 
  
                %Contar el numero de vehiculos  
                for i=1:length(ruta_prov) 
                    for j=2:N 
                        if ruta_prov(j)==i 
                            n_vh(it)=n_vh(it)+1; 
                            break 
                        end 
                    end 
                end 
                n_rutes_prov=n_vh(it); 
                % (5)ITERACIONES 
                % TABU_________________________________________________________ 
  
                %Para los clientes TABU restarles una iteracion TABU 
                for i=1:N 
                    for j=1:N 
                        if(movs_tabu(i,j) ~= 0) 
                            movs_tabu(i,j) = movs_tabu(i,j)-1; 
                        end 
                    end 
                end 
  
                movs_tabu(n1(k),C(s)) = TABU; 
                movs_tabu(C(s),n1(k)) = TABU; 
                movs_tabu(n1(k),aux2) = TABU; 
                movs_tabu(aux2,n1(k)) = TABU; 
                movs_tabu(aux2,C(s)) = TABU; 
                movs_tabu(C(s),aux2) = TABU; 
  
                mem_llarg(n1(k),C(s)) = mem_llarg(n1(k),C(s))+1; 
                mem_llarg(C(s),n1(k)) = mem_llarg(C(s),n1(k))+1; 
                mem_llarg(n1(k),aux2) = mem_llarg(n1(k),aux2)+1; 
                mem_llarg(aux2,n1(k)) = mem_llarg(aux2,n1(k))+1; 
                mem_llarg(aux2,C(s)) = mem_llarg(aux2,C(s))+1; 
                mem_llarg(C(s),aux2) = mem_llarg(C(s),aux2)+1; 
                fprintf('\nEl coste para la primera insercion de %i es %i \n',C(s),cost) 
            end 
             
            % 
            %En la primera iteración aceptamos a todos para tener un valor 
            %inicial a comparar 
            final=final_prov; 
            inici=inici_prov;        
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            ruta=ruta_prov; 
            ant=ant_prov; 
            seg=seg_prov; 
            cap_rut=cap_rut_prov; 
            tot_rut=tot_rut_prov; %-1; 
            dist_tot=dist_prov; 
            cost=cost_prov; 
            posi=posi_prov; 
            llegada=llegada_prov; 
            entrada=entrada_prov; 
            sortida=sortida_prov; 
            espera=espera_prov; 
             
        end 
       
        if C(s)~=0 
            L(s)=hora_llamada(C(s)); 
            iter_total=1; 
            it=iter_total; 
     
            final_prov=final; 
            inici_prov=inici; 
            ruta_prov=ruta; 
            ant_prov=ant; 
            seg_prov=seg; 
            cap_rut_prov=cap_rut; 
            tot_rut_prov=tot_rut; 
            dist_prov=dist_tot; 
            cost_prov=cost; 
            posi_prov=posi; 
            llegada_prov=llegada; 
            entrada_prov=entrada; 
            sortida_prov=sortida; 
            espera_prov=espera; 
            cont=0; 
            cont2=0; 
            cont3=0; 
             
            %Empezamos el proceso iterativo a partir de iter_total=2. 
            while iter_total < NN1 
                iter_total=iter_total+1; 
                it=iter_total; 
                if(cont==MM) %Si llegamos al numero de iteraciones máximo los _prov son 
los originales 
                    final_prov=final; 
                    inici_prov=inici; 
                    ruta_prov=ruta; 
                    ant_prov=ant; 
                    seg_prov=seg; 
                    cap_rut_prov=cap_rut; 
                    tot_rut_prov=tot_rut; 
                    dist_prov=dist_tot; 
                    cost_prov=cost; 
                    posi_prov=posi; 
                    llegada_prov=llegada; 
                    entrada_prov=entrada; 
                    sortida_prov=sortida; 
                    espera_prov=espera; 
                    cont=0; 
                end 
  
                if cont2==NN2 
                    break 
                end 
                if cont3==NN3 
                    break 
                end 
  
                %Si no ha mejorado la solucion factible (Restart criteria) 
                cont=cont+1; 
                %Si no ha mejorado la solucion factible 
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                cont2=cont2+1; 
                %Si no ha mejorado la solucion infactible 
                cont3=cont3+1; 
                %Probabilidad para aplicar un movimiento (random) 
                prob=rand; 
                 
                %Se añade un vehiculo más si no hay mejora a partir de un 
                %cierto intervalo de tiempo 
                mejor=0; 
                for h=1:it 
                    if (factible(h)==2 && mejora(h)==2) 
                        mejor=mejor+1; 
                    end 
                end 




                dist_af=dist_prov-distancia(C(s),ant_prov(C(s)))-
distancia(C(s),seg_prov(C(s)))+distancia(ant_prov(C(s)),seg_prov(C(s)))+2*distancia(1,C(
s)); 
                if cost_af<cost 
                    if t>(num_int/3) 
                        if (it==(NN1/3) && mejor==0) 
                            fprintf('Se añade un vehiculo por caso2 \n') 
                            num_rutes=num_rutes+1; 
                            ruta_prov(C(s))=num_rutes; 
                            inici_prov(ruta_prov(C(s)))=C(s); 
                            final_prov(ruta_prov(C(s)))=C(s); 
                            ant_prov(C(s))=1; 
                            seg_prov(C(s))=1; 
                            cap_rut_prov(ruta_prov(C(s)))=demand(C(s)); 
                            posi_prov(C(s))=1; 
                            llegada_prov(C(s))=t*int_T+distancia(1,C(s)); 
                            if llegada_prov(C(s))<=hora_entr(C(s)) 
                                espera_prov(C(s))=hora_entr(C(s))-llegada_prov(C(s)); 
                                entrada_prov(C(s))=hora_entr(C(s)); 
                                sortida_prov(C(s))=entrada_prov(C(s))+temps_serv(C(s)); 
                            elseif llegada_prov(C(s))>hora_entr(C(s)) 
                                if llegada_prov(C(s))<=hora_max(C(s)) 
                                    espera_prov(C(s))=0; 
                                    entrada_prov(C(s))=llegada_prov(C(s)); 
                                    
sortida_prov(C(s))=entrada_prov(C(s))+temps_serv(C(s)); 
                                elseif llegada_prov(C(s))>hora_max(C(s)) 
                                    espera_prov(C(s))=0; 
                                    entrada_prov(C(s))=llegada_prov(C(s)); 
                                    
sortida_prov(C(s))=entrada_prov(C(s))+temps_serv(C(s)); 
                                end 
                            end 
                        end 
                    end 
                    cost_prov=cost_af; 
                    dist_prov=dist_af; 
                     
                end 
 
                %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%CROSS-
OVER%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%% 
  
                if(prob<=p)         
                    %Tipo de movimiento 
                    tipo_mov(it)=1; 
  
                    %(1) ESCOGEMOS LA POBLACIÓN A CAMBIAR PARA EL CROSS-
OVER______________________ 
                    if it<(NN1/2) 
                        [n1,n2]=seleccioN(5,C(s),L(s)); 
                        while n1(1)==0; 
                            [n1,n2]=seleccioL(5,L(s));  
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                        end 
                    elseif it>=(NN1/2) 
                        [n1,n2]=seleccioL(5,L(s));                                         
                    end 
                    %n2=[C(s) C(s) C(s) C(s) C(s)]; 
                    %fprintf('Los candidatos para el CROSS-OVER son\n%i %i %i %i %i \n%i 
%i %i %i %i\n', n1(1),n1(2),n1(3),n1(4),n1(5),n2(1),n2(2),n2(3),n2(4),n2(5)); 
  
                    if n1(1)~=0         
                        %(2) ESCOGEMOS LA PAREJA CANDIDATA PARA HACER EL 
MOVIMIENTO___________________________________ 
                        %MEMORIA CORTO PLAZO: Calculamos los costes totales = Distancia 
+ Penalización por tiempo, capacidad... + Penalizacion por repeticion(M. Largo Plazo) 
                        costos=zeros(1,length(n1)); 
  
                        rutes=[0 0 0 0 0]; 
                        %factible=[0 0 0 0 0]; 
                        cap1=zeros(1,length(n1)); 
                        cap2=zeros(1,length(n1)); 
  
                        for k=1:5  
                            % NUMERO DE RUTAS 
                            rut_rec=n_rutes_prov; 
                            if seg_prov(n1(k))==1 && ant_prov(n2(k))==1 
                                rut_rec=rut_rec-1; 
                            end 
                            rutes(k)=rut_rec; 
  
                            % NUEVA DISTANCIA  
                            cost_rec=cost_prov - distancia(n1(k),seg_prov(n1(k))) - 
distancia(n2(k),ant_prov(n2(k))) + distancia(n1(k),n2(k)) + 
distancia(ant_prov(n2(k)),seg_prov(n1(k))); 
                            costos(k)=cost_rec; 
  
                            %Calculo de las NUEVAS CAPACIDADES de las rutas modificadas. 
cap1 y cap2             
                            %cap1 
                            i=inici_prov(ruta_prov(n1(k))); 
                            while(i ~= n1(k)) 
                                cap1(k)=cap1(k)+demand(i); 
                                i=seg_prov(i);  
                            end 
                            cap1(k)=cap1(k)+demand(n1(k)); 
                            i=n2(k); 
                            while(i ~= 1) 
                                cap1(k)=cap1(k)+demand(i); 
                                i=seg_prov(i); 
                            end 
                            %cap2 
                            i=inici_prov(ruta_prov(n2(k))); 
                            while(i ~= n2(k)) 
                                cap2(k)=cap2(k)+demand(i); 
                                i=seg_prov(i); 
                            end 
                            i=seg_prov(n1(k)); 
                            while(i ~= 1) 
                                cap2(k)=cap2(k)+demand(i); 
                                i=seg_prov(i); 
                            end 
  
                            % PENALITZACIÓ per infringir RESTRICCIONS DE CAPACITAT 
                            if(cap1(k)>cap_total) 
                                costos(k) = costos(k) + ALPHA*(cap1(k)-cap_total); 
                            end 
                            if(cap2(k)>cap_total) 
                                costos(k) = costos(k) + ALPHA*(cap2(k)-cap_total);  
                            end 
                            %             
                            % PENALITZACIÓ per infringir RESTRICCIONS DE TEMPS 
                %             if(hora_sort(n1(k))+dist(n1(k),n2(k))>hora_max(n2(k))) 
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                %                 costos(k) = costos(k) + 
BETA*(hora_sort(n1(k))+dist(n1(k),n2(k))-hora_max(n2(k)));  
                %             end 
                %             
if(hora_sort(ant_prov(n2(k)))+dist(ant_prov(n2(k)),seg_prov(n1(k)))>hora_max(seg_prov(n1
(k))))  
                %                 costos(k) = costos(k) + 
BETA*(hora_sort(ant_prov(n2(k)))+dist(ant_prov(n2(k)),seg_prov(n1(k)))-
hora_max(seg_prov(n1(k)))); 
                %             end 
                            %             
                            
if(sortida_prov(n1(k))+tiempo(n1(k),n2(k),sortida_prov(n1(k)))>hora_max(n2(k))) 
                                costos(k) = costos(k) + 
BETA*(sortida_prov(n1(k))+tiempo(n1(k),n2(k),sortida_prov(n1(k)))-hora_max(n2(k)));  
                            end 
                            
sortida_prov(ant_prov(n2(k)))=entrada_prov(ant_prov(n2(k)))+temps_serv(ant_prov(n2(k))); 
                            
if(sortida_prov(ant_prov(n2(k)))+tiempo(ant_prov(n2(k)),seg_prov(n1(k)),sortida_prov(ant
_prov(n2(k))))>hora_max(seg_prov(n1(k)))) 
                                costos(k) = costos(k) + 
BETA*(sortida_prov(ant_prov(n2(k)))+tiempo(ant_prov(n2(k)),seg_prov(n1(k)),sortida_prov(
ant_prov(n2(k))))-hora_max(seg_prov(n1(k))));  
                            end 
                            %                  
                            %PENALITZACIÓ per REPETICIÓ DELS TABU 
                            l=0; 
                            for j=1:N 
                                if(distancia(n1(k),j)<=D)  
                                    l=l+1; 
                                end 
                            end 
                            if(costos(k)>cost_prov)  
                                costos(k) = costos(k) + 
GAMMA*sqrt(N*n_rutes_prov*l)*cost_rec*mem_llarg(n1(k),n2(k))/iter_total; 
                            end 
                        end 
 
                        %ASPIRATION CRITERIA. Hill-Climbing. 
                        [mini,kaux]=min(costos); 
                        m=mini; 
                        k=kaux; %mini es minimo de todos los costes de los candidatos. 
kaux es la pareja con minimo coste 
                        kk=0; 
                        %Si el de menos coste es TABU y no mejora el mejor coste, 
escogemos 
                        %el otro candidato y lo acepta si no es tabu o tiene menor 
coste. 
                        while(kk<5 && (movs_tabu(n1(k),n2(k)) ~= 0) && (m >= dist_tot)) 
                            costos(k) = max(costos)+1; 
                            [m,k]=min(costos); 
                            kk=kk+1; 
                            %fprintf('Los clientes %i y %i son TABU y coste superior. 
\n\n', n1(k),n2(k)); 
                        end 
                        %En el caso de que todos los candidatos son TABU i no mejoran el 
                        %coste optimo escogemos el primero de todos... 
                        if(kk==5)  
                            k=kaux; 
                            m=mini; 
                        end 
                        %cost_prov=mini; 
 
                        %(3) CALCULO DEL COSTE TOTAL DE LA PAREJA CANDIDATA AL 
CAMBIO__________________________________________________________ 
                        r1=ruta_prov(n1(k)); 
                        r2=ruta_prov(n2(k)); 
                        cap_rut_prov(r1)=cap1(k); 
                        cap_rut_prov(r2)=cap2(k); 
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                        % Reordenamos la secuencia de rutas 
                        aux1=seg_prov(n1(k)); 
                        aux2=ant_prov(n2(k)); 
                        seg_prov(n1(k))=n2(k); 
                        ant_prov(n2(k))=n1(k); 
                        if(aux1 == 1) %Si el siguiente de n1 es el depot 
                            if(aux2 == 1) %Si el anterior de n2 es el depot 
                                seg_prov(aux1)=1; 
                                ant_prov(aux1)=1; 
                                seg_prov(aux2)=1; 
                                ant_prov(aux2)=1; 
                                i=n2(k); 
                                while(i ~= 1) 
                                    ruta_prov(i)=r1; 
                                    i=seg_prov(i); 
                                end 
                                final_prov(r1)=final_prov(r2); 
                                inici_prov(r2)=1; 
                                final_prov(r2)=1; 
                                tot_rut_prov=tot_rut_prov-1; 
                            else 
                                seg_prov(aux1)=1; 
                                ant_prov(aux1)=1; 
                                seg_prov(aux2)=1; 
                                i=n2(k); 
                                while(i ~= 1) 
                                    ruta_prov(i)=r1; 
                                    i=seg_prov(i); 
                                end 
                                final_prov(r1)=final_prov(r2); 
                                final_prov(r2)=aux2; 
                            end 
                        else 
                            if(aux2 == 1) 
                                seg_prov(aux2)=1; 
                                ant_prov(aux2)=1; 
                                ant_prov(aux1)=1; 
                                i=n2(k); 
                                while(i ~= 1) 
                                    ruta_prov(i)=r1; 
                                    i=seg_prov(i); 
                                end 
                                i=aux1; 
                                while(i ~= 1) 
                                    ruta_prov(i)=r2; 
                                    i=seg_prov(i); 
                                end 
                                inici_prov(r2)=aux1; 
                                aux3=final_prov(r1); 
                                final_prov(r1)=final_prov(r2); 
                                final_prov(r2)=aux3; 
                            else 
                                seg_prov(aux2)=aux1; 
                                ant_prov(aux1)=aux2; 
                                i=n2(k); 
                                while(i ~= 1) 
                                    ruta_prov(i)=r1; 
                                    i=seg_prov(i); 
                                end 
                                i=aux1; 
                                while(i ~= 1) 
                                    ruta_prov(i)=r2; 
                                    i=seg_prov(i); 
                                end 
                                aux3=final_prov(r1); 
                                final_prov(r1)=final_prov(r2); 
                                final_prov(r2)=aux3; 
                            end 
                        end 
  
                        %Calculo de las posiciones, llegadas, esperas y entradas de los 
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                        %clientes modificados 
  
                        for w=1:length(inici_prov) 
                            if inici_prov(w)~=1 
                %             for j=1:n_rutes 
                %                 if i==inici_prov(j) 
                                    i=inici_prov(w); 
                                    posi_prov(i)=0; 
                                    entrada_prov(i)=0; 
                                    llegada_prov(i)=0; 
                                    while i~=1 
                                        posi_prov(i)=posi_prov(ant_prov(i))+1; 
                                        
llegada_prov(i)=sortida_prov(ant_prov(i))+tiempo(i,ant_prov(i),sortida_prov(ant_prov(i))
); 
                                        if llegada_prov(i)<=hora_entr(i) 
                                            espera_prov(i)=hora_entr(i)-llegada_prov(i); 
                                            entrada_prov(i)=hora_entr(i); 
                                            
sortida_prov(i)=entrada_prov(i)+temps_serv(i); 
                                        elseif llegada_prov(i)>hora_entr(i) 
                                            if llegada_prov(i)<=hora_max(i) 
                                                espera_prov(i)=0; 
                                                entrada_prov(i)=llegada_prov(i); 
                                                
sortida_prov(i)=entrada_prov(i)+temps_serv(i); 
                                            elseif llegada_prov(i)>hora_max(i) 
                                                espera_prov(i)=0; 
                                                entrada_prov(i)=llegada_prov(i); 
                                                
sortida_prov(i)=entrada_prov(i)+temps_serv(i); 
                                            end 
                                        end 
                                        sortida_prov(i)=entrada_prov(i)+temps_serv(i); 
                                        i=seg_prov(i); 
  
                                    end 
                                %end 
                            end 
                        end 
 
                        %Calculo de las distancias nuevas con el movimiento 
                        dist_prov=0; 
                        for i=1:length(ruta_prov) 
                            for j=2:N 
                                if ruta_prov(j)==i 
                                    if(inici_prov(i) ~= 1) 
                                        dist_prov=dist_prov+distancia(1,inici_prov(i)); 
                                        dist_prov=dist_prov+distancia(1,final_prov(i)); 
                                        j=inici_prov(i); 
                                        while(seg_prov(j)~=1) 
                                            
dist_prov=dist_prov+distancia(j,seg_prov(j)); 
                                            j=seg_prov(j); 
                                        end 
                                    end 
                                    break 
                                end 
                            end 
                        end 
  
            %         %cost_prov=(dist_prov*alpha_D) + (tot_rut_prov*alpha_I); 
            %         costes(it)=cost_prov; 
            %         costes_sp(it)=cost_prov; 
                        cost_prov=dist_prov; 
                        costes(it)=cost_prov; 
                        costes_sp(it)=cost_prov; 
  
                        %PENALIZACION POR CAPACIDAD 
                        cap_exc(it)=0; 
                        for i=1:num_rutes 
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                            if cap_rut_prov(i)>cap_total 
                                cap_exc(it)=cap_exc(it)+(cap_rut_prov(i)-cap_total); 
                            end 
                        end 
                        costes(it)=costes(it)+ALPHA*cap_exc(it); 
  
                        %PENALIZACION POR TIEMPO 
                        t_exc(it)=0; 
                        for j=1:num_rutes 
                            i=inici_prov(j); 
                            while i~=1 
                                %if seg_prov(i)~=1 
                                    if(llegada_prov(i)>hora_max(i)) 
                                        t_exc(it)=t_exc(it)+(llegada_prov(i)-
hora_max(i)); 
                                    end 
                                %end 
                                i=seg_prov(i); 
                            end 
                        end 
                %         t_exc(it) 
                %         it 
                        costes(it)=costes(it)+BETA*t_exc(it); 
                        cost_prov=costes(it); 
  
                        % (4)EVALUACIÓN DEL 
MOVIMIENTO___________________________________________________ 
                        % 
                        %Factibilidad 
                        if cap_exc(it)==0 
                            if t_exc(it)~=0 
                                if t_exc(it)<=60 
                                    factible(it)=2; 
                                elseif t_exc(it)>60 
                                    factible(it)=1; 
                                end 
                            elseif t_exc(it)==0 
                                factible(it)=2; 
                            end 
                        elseif cap_exc(it)~=0 
                            factible(it)=0; 
                        end 
  
                        % 
                        %Mejora del coste 
                        if cost_prov<cost_infact 
                            if cost_prov<cost 
                                mejora(it)=2; 
                            elseif cost_prov>=cost 
                                mejora(it)=1; 
                            end 
                        elseif cost_prov>=cost_infact 
                            if cost_prov<cost 
                                mejora(it)=2; 
                            elseif cost_prov>=cost 
                                mejora(it)=0; 
                            end 
                        end 
 
                        %Rentabilidad 
                        if mejora(it)==2 
                            if t_exc(it)<=180 
                                if factible(it)==1 
                                    if mejora(it)==2 
                                        Rent(it)=(cost-cost_prov)/(t_exc(it)/60); 
                                        if Rent(it)>=100; 
                                            factible(it)=2; 
                                        end 
                                    end 
                                end 
                            end 
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                        end 
  
                %         if (cost_prov<cost && t_exc(it)~=0 && t_exc(it)<=180 && 
factible(it)==1 && mejora(it)==2) 
                %             Rent(it)=(cost-cost_prov)/(t_exc(it)/60); 
                %             if Rent(it)>=rent_permitido 
                %                 factible(it)=2; 
                %             end   
                %         end 
 
                        %Contar el numero de vehiculos  
                        for i=1:length(ruta_prov) 
                            for j=2:N 
                                if ruta_prov(j)==i 
                                    n_vh(it)=n_vh(it)+1; 
                                    break 
                                end 
                            end 
                        end 
                        n_rutes_prov=n_vh(it); 
  
                        % 
                        %Actualizacion de datos 
                        if factible(it)==2 
                            if mejora(it)==2 
                                cont=0; 
                                cont2=0; 
                                cont3=0; 
  
                                final=final_prov; 
                                inici=inici_prov;        
                                ruta=ruta_prov; 
                                ant=ant_prov; 
                                seg=seg_prov; 
                                cap_rut=cap_rut_prov; 
                                n_rutes=n_rutes_prov; %-1; 
                                dist_tot=dist_prov; 
                                cost=cost_prov; 
                                posi=posi_prov; 
                                llegada=llegada_prov; 
                                entrada=entrada_prov; 
                                sortida=sortida_prov; 
                                espera=espera_prov; 
                %                 t_exceso=0; 
                %                 for j=1:num_rutes 
                %                     i=inici(j); 
                %                     while i~=1 
                %                         if seg(i)~=1 
                %                             if(llegada(i)>hora_max(i)) 
                %                                 t_exceso=t_exceso+(llegada(i)-
hora_max(i)); 
                %                             end 
                %                         end 
                %                         i=seg(i); 
                %                     end 
                %                 end 
                %                 t_exceso 
                                fprintf('Los clientes %i y %i han hecho CROSS-OVER en 
iteracion %i con %i vh. Coste total: %i\n', n1(k),n2(k),it,n_vh(it),cost_prov); 
                            elseif mejora(it)==1 
                                cont3=0; 
                            end 
                        elseif factible(it)==1 
                            if mejora(it)==2 
                                cont3=0; 
                                cost_infact=cost_prov; 
                            elseif mejora(it)==1 
                                cont3=0; 
                                cost_infact=cost_prov; 
                            end 
                        end 
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                        cost_inf(it)=cost_infact; 
 
                        % (5)ITERACIONES 
TABU_________________________________________________________ 
                        %Para los clientes TABU restarles una iteracion TABU 
                        for i=1:N 
                            for j=1:N 
                                if(movs_tabu(i,j) ~= 0) 
                                    movs_tabu(i,j) = movs_tabu(i,j)-1; 
                                end 
                            end 
                        end 
 
                        %El candidato elegido hacerlo TABU (pq prohibimos el movimiento) 
                        movs_tabu(n1(k),n2(k)) = TABU; 
                        movs_tabu(n2(k),n1(k)) = TABU; 
                        movs_tabu(aux1,aux2) = TABU; 
                        movs_tabu(aux2,aux1) = TABU; 
                        movs_tabu(n1(k),aux1) = TABU; 
                        movs_tabu(aux1,n1(k)) = TABU; 
                        movs_tabu(aux2,n2(k)) = TABU; 
                        movs_tabu(n2(k),aux2) = TABU; 
                        mem_llarg(n1(k),n2(k)) = mem_llarg(n1(k),n2(k))+1; 
                        mem_llarg(n2(k),n1(k)) = mem_llarg(n2(k),n1(k))+1; 
                        mem_llarg(aux1,aux2) = mem_llarg(aux1,aux2)+1; 
                        mem_llarg(aux2,aux1) = mem_llarg(aux2,aux1)+1; 
                        mem_llarg(n1(k),aux1) = mem_llarg(n1(k),aux1)+1; 
                        mem_llarg(aux1,n1(k)) = mem_llarg(aux1,n1(k))+1; 
                        mem_llarg(aux2,n2(k)) = mem_llarg(aux2,n2(k))+1; 
                        mem_llarg(n2(k),aux2) = mem_llarg(n2(k),aux2)+1; 
                    end 
  
                    %ara mirem si aquesta solució és factible i millor que la millor 
                    %factible fins ara 
 
                    %%% INSERT 
  
                elseif prob>p && prob<=p2 
  
                    %Tipo de movimiento 
                    tipo_mov(it)=2; 
  
                    %(1) ESCOGEMOS LA POBLACIÓN A CAMBIAR PARA EL CROSS-
OVER______________________ 
                    if it<(NN1/2) 
                        [n1,n2]=seleccioN(5,C(s),L(s)); 
                        while n1(1)==0 
                            [n1,n2]=seleccioL(5,L(s));  
                        end 
                    elseif it>=(NN1/2) 
                        [n1,n2]=seleccioL(5,L(s));                                         
                    end 
                     
                    if n1(1)~=0      
                        %n2=[C(s) C(s) C(s) C(s) C(s)]; 
                        %(2) ESCOGEMOS LA PAREJA CANDIDATA PARA HACER EL 
MOVIMIENTO___________________________________ 
                        %MEMORIA CORTO PLAZO: Calculamos los costes totales = Distancia 
+ Penalización por tiempo, capacidad... + Penalizacion por repeticion(M. Largo Plazo) 
                        costos=zeros(1,length(n1)); 
                        rutes=[0 0 0 0 0]; 
  
                        cap1=zeros(1,length(n1)); 
                        cap2=zeros(1,length(n1)); 
                        for k=1:5  
  
                            % NUMERO DE RUTAS 
                            rut_rec=n_rutes_prov; 
                            if seg_prov(n1(k))==1 && ant_prov(n2(k))==1 
                                rut_rec=rut_rec-1; 
                            end 
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                            rutes(k)=rut_rec; 
  
                            % NUEVA DISTANCIA 
                            cost_rec=dist_prov - distancia(n1(k),seg_prov(n1(k))) - 
distancia(ant_prov(n2(k)),n2(k)) - distancia(n2(k),seg_prov(n2(k))) + 
distancia(n1(k),n2(k)) + distancia(n2(k),seg_prov(n1(k))) + 
distancia(ant_prov(n2(k)),seg_prov(n2(k))); 
                            costos(k)=cost_rec; 
  
                            %Calculo NUEVAS CAPACIDADES 
                            cap1(k)=cap_rut_prov(ruta_prov(n1(k)))+demand(n2(k)); 
                            cap2(k)=cap_rut_prov(ruta_prov(n2(k)))-demand(n2(k)); 
  
                            % PENALITZACIÓ per infringir RESTRICCIONS DE CAPACITAT 
                            if(cap1(k)>cap_total) 
                                costos(k) = costos(k) + ALPHA*(cap1(k)-cap_total); 
                            end 
                            if(cap2(k)>cap_total) 
                                costos(k) = costos(k) + ALPHA*(cap2(k)-cap_total);  
                            end 
  
                            %PENALITZACIÓ per infringir RESTRICCIONS DE TEMPS 
                            
if(sortida_prov(n1(k))+tiempo(n1(k),n2(k),sortida_prov(n1(k)))>hora_max(n2(k))) 
                                costos(k) = costos(k) + 
BETA*(sortida_prov(n1(k))+tiempo(n1(k),n2(k),sortida_prov(n1(k)))-hora_max(n2(k)));  
                            end 
                            
if(sortida_prov(ant_prov(n2(k)))+tiempo(ant_prov(n2(k)),seg_prov(n1(k)),sortida_prov(ant
_prov(n2(k))))>hora_max(seg_prov(n1(k)))) 
                                costos(k) = costos(k) + 
BETA*(sortida_prov(ant_prov(n2(k)))+tiempo(ant_prov(n2(k)),seg_prov(n1(k)),sortida_prov(
ant_prov(n2(k))))-hora_max(seg_prov(n1(k))));  
                            end 
  
                            %PENALITZACIÓ per REPETICIÓ DELS TABU 
                            l=0; 
                            for j=1:N 
                                if(distancia(n1(k),j)<=D)  
                                    l=l+1; 
                                end 
                            end 
                            if(costos(k)>cost_prov)  
                                costos(k) = costos(k) + 
GAMMA*sqrt(N*n_rutes_prov*l)*cost_rec*mem_llarg(n1(k),n2(k))/iter_total; 
                            end 
                        end 
 
                        %ASPIRATION CRITERIA. Hill-Climbing. 
                        [mini,kaux]=min(costos); 
                        m=mini; 
                        k=kaux; %mini es minimo de todos los costes. kaux es la pareja 
con minimo coste 
                        kk=0; 
                        %Si el de menos coste es tabu y no mejora el mejor coste, 
escogemos 
                        %el otro candidato y lo acepta si no es tabu o tiene menor 
coste. 
                        while(kk<5 && (movs_tabu(n1(k),n2(k)) ~= 0) && (mini >= cost)) 
                            costos(k) = max(costos)+1; 
                            [mini,k]=min(costos); 
                            kk=kk+1; 
                            %fprintf('Los clientes %i y %i son TABU y coste superior. 
\n\n', n1(k),n2(k)); 
                        end 
                        %En el caso de que ninguno de los de la población no es tabú ni 
                        %mejora el coste, escogemos el primero de todos... 
                        if(kk==5)  
                            k=kaux; 
                            m=mini; 
                        end 
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                        %cost_prov=mini; 
  
                        %(3) CALCULO DEL COSTE TOTAL DE LA PAREJA CANDIDATA AL 
CAMBIO__________________________________________________________ 
                        r1=ruta_prov(n1(k)); 
                        r2=ruta_prov(n2(k)); 
                        cap1(k)=cap_rut_prov(r1)+demand(n2(k)); 
                        cap2(k)=cap_rut_prov(r2)-demand(n2(k)); 
                        cap_rut_prov(r1)=cap1(k); 
                        cap_rut_prov(r2)=cap2(k); 
  
                        %Reordenamos la secuencia de rutas 
                        aux1=seg_prov(n2(k)); 
                        aux2=ant_prov(n2(k)); 
                        aux3=seg_prov(n1(k)); 
                        seg_prov(n2(k))=seg_prov(n1(k)); 
                        ant_prov(seg_prov(n1(k)))=n2(k); 
                        seg_prov(n1(k))=n2(k); 
                        ant_prov(n2(k))=n1(k); 
                        seg_prov(aux2)=aux1; 
                        ant_prov(aux1)=aux2; 
                        if(aux2==1)  
                            inici_prov(r2)=aux1;  
                        end 
                        if(aux1==1)  
                            final_prov(r2)=aux2; 
                        end 
                        if(aux1==1 && aux2==1)  
                            tot_rut_prov=tot_rut_prov-1; 
                        end 
                        ruta_prov(n2(k))=r1; 
                        if(seg_prov(n2(k))==1)  
                            final_prov(r1)=n2(k);  
                        end 
  
                        %Calculo de las posiciones, llegadas, esperas y entradas de los 
                        %clientes modificados 
  
                        for w=1:length(inici_prov) 
                            if inici_prov(w)~=1 
                %             for j=1:n_rutes 
                %                 if i==inici_prov(j) 
                                    i=inici_prov(w); 
                                    posi_prov(i)=0; 
                                    entrada_prov(i)=0; 
                                    llegada_prov(i)=0; 
                                    while i~=1 
                                        posi_prov(i)=posi_prov(ant_prov(i))+1; 
                                        
llegada_prov(i)=sortida_prov(ant_prov(i))+tiempo(i,ant_prov(i),sortida_prov(ant_prov(i))
); 
                                        if llegada_prov(i)<=hora_entr(i) 
                                            espera_prov(i)=hora_entr(i)-llegada_prov(i); 
                                            entrada_prov(i)=hora_entr(i); 
                                            
sortida_prov(i)=entrada_prov(i)+temps_serv(i); 
                                        elseif llegada_prov(i)>hora_entr(i) 
                                            if llegada_prov(i)<=hora_max(i) 
                                                espera_prov(i)=0; 
                                                entrada_prov(i)=llegada_prov(i); 
                                                
sortida_prov(i)=entrada_prov(i)+temps_serv(i); 
                                            elseif llegada_prov(i)>hora_max(i) 
                                                espera_prov(i)=0; 
                                                entrada_prov(i)=llegada_prov(i); 
                                                
sortida_prov(i)=entrada_prov(i)+temps_serv(i); 
                                            end 
                                        end 
                                        sortida_prov(i)=entrada_prov(i)+temps_serv(i); 
                                        i=seg_prov(i); 
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                                    end 
                                %end 
                            end 
                        end 
  
                        %Calculo de las distancias nuevas con el movimiento 
                        dist_prov=0; 
                        for i=1:length(ruta_prov) 
                            for j=2:N 
                                if ruta_prov(j)==i 
                                    if(inici_prov(i) ~= 1) 
                                        dist_prov=dist_prov+distancia(1,inici_prov(i)); 
                                        dist_prov=dist_prov+distancia(1,final_prov(i)); 
                                        j=inici_prov(i); 
                                        while(seg_prov(j)~=1) 
                                            
dist_prov=dist_prov+distancia(j,seg_prov(j)); 
                                            j=seg_prov(j); 
                                        end 
                                    end 
                                    break 
                                end 
                            end 
                        end 
  
                        %         %cost_prov=(dist_prov*alpha_D) + 
(tot_rut_prov*alpha_I); 
                %         costes(it)=cost_prov; 
                %         costes_sp(it)=cost_prov; 
                        cost_prov=dist_prov; 
                        costes(it)=cost_prov; 
                        costes_sp(it)=cost_prov; 
  
                        %PENALIZACION POR CAPACIDAD 
                        cap_exc(it)=0; 
                        for i=1:num_rutes 
                            if cap_rut_prov(i)>cap_total 
                                cap_exc(it)=cap_exc(it)+(cap_rut_prov(i)-cap_total); 
                            end 
                        end 
                        costes(it)=costes(it)+ALPHA*cap_exc(it); 
  
                        %PENALIZACION POR TIEMPO 
                        t_exc(it)=0; 
                        for j=1:num_rutes 
                            i=inici_prov(j); 
                            while i~=1 
                                %if seg_prov(i)~=1 
                                    if(llegada_prov(i)>hora_max(i)) 
                                        t_exc(it)=t_exc(it)+(llegada_prov(i)-
hora_max(i)); 
                                    end 
                                %end 
                                i=seg_prov(i); 
                            end 
                        end 
                %         t_exc(it) 
                %         it 
                        costes(it)=costes(it)+BETA*t_exc(it); 
                        cost_prov=costes(it); 
  
                        % (4)EVALUACIÓN DEL 
MOVIMIENTO___________________________________________________ 
                        % 
  
                        %Factibilidad 
                        if cap_exc(it)==0 
                            if t_exc(it)~=0 
                                if t_exc(it)<60 
                                    factible(it)=2; 
                                else 
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                                    factible(it)=1; 
                                end 
                            else factible(it)=2; 
                            end 
                        else factible(it)=0; 
                        end 
  
                        %Mejora del coste 
                        if cost_prov<cost_infact 
                            if cost_prov<cost 
                                mejora(it)=2; 
                            elseif cost_prov>=cost 
                                mejora(it)=1; 
                            end 
                        elseif cost_prov>=cost_infact 
                            if cost_prov<cost 
                                mejora(it)=2; 
                            elseif cost_prov>=cost 
                                mejora(it)=0; 
                            end 
                        end 
  
                        %Rentabilidad 
                        if mejora(it)==2 
                            if t_exc<=180 
                                if factible(it)==1 
                                    if mejora(it)==2 
                                        Rent(it)=(cost-cost_prov)/(t_exc(it)/60); 
                                        if Rent(it)>=100; 
                                            factible(it)=2; 
                                        end 
                                    end 
                                end 
                            end 
                        end 
                %         if (cost_prov<cost && t_exc(it)~=0 && 
(t_exc(it)/60)<=t_permitido && factible(it)==1 && mejora(it)==2) 
                %             Rent(it)=(cost-cost_prov)/(t_exc(it)/60); 
                %             if Rent(it)>=rent_permitido 
                %                 factible(it)=2; 
                %             end   




                        %Contar el numero de vehiculos  
                        for i=1:length(ruta_prov) 
                            for j=2:N 
                                if ruta_prov(j)==i 
                                    n_vh(it)=n_vh(it)+1; 
                                    break 
                                end 
                            end 
                        end 
                        n_rutes_prov=n_vh(it); 
  
                        % 
                        %Actualizacion de datos 
                        if factible(it)==2 
                            if mejora(it)==2 
                                cont=0; 
                                cont2=0; 
                                cont3=0; 
  
                                final=final_prov; 
                                inici=inici_prov;        
                                ruta=ruta_prov; 
                                ant=ant_prov; 
                                seg=seg_prov; 
                                cap_rut=cap_rut_prov; 
                                n_rutes=n_rutes_prov; %-1; 
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                                dist_tot=dist_prov; 
                                cost=cost_prov; 
                                posi=posi_prov; 
                                llegada=llegada_prov; 
                                entrada=entrada_prov; 
                                sortida=sortida_prov; 
                                espera=espera_prov; 
                %                 t_exceso=0; 
                %                 for j=1:num_rutes 
                %                     i=inici(j); 
                %                     while i~=1 
                %                         %if seg(i)~=1 
                %                             if(llegada(i)>hora_max(i)) 
                %                                 t_exceso=t_exceso+(llegada(i)-
hora_max(i)); 
                %                             end 
                %                         %end 
                %                         i=seg(i); 
                %                     end 
                %                 end 
                %                 t_exceso 
                                fprintf('Los clientes %i y %i han hecho INSERT en 
iteracion %i con %i vh. Coste total: %i\n', n1(k),n2(k),it,n_vh(it),cost_prov); 
                            elseif mejora(it)==1 
                                cont3=0; 
                            end 
                        elseif factible(it)==1 
                            if mejora(it)==2 
                                cont3=0; 
                                cost_infact=cost_prov; 
                            elseif mejora(it)==1 
                                cont3=0; 
                                cost_infact=cost_prov; 
                            end 
                        end 
                        cost_inf(it)=cost_infact; 
  
                        % (5)ITERACIONES 
                        % TABU_________________________________________________________ 
  
                        %Para los clientes TABU restarles una iteracion TABU 
                        for i=1:N 
                            for j=1:N 
                                if(movs_tabu(i,j) ~= 0) 
                                    movs_tabu(i,j) = movs_tabu(i,j)-1; 
                                end 
                            end 
                        end 
  
                        movs_tabu(n1(k),n2(k)) = TABU; 
                        movs_tabu(n2(k),n1(k)) = TABU; 
                        movs_tabu(n1(k),aux3) = TABU; 
                        movs_tabu(aux3,n1(k)) = TABU; 
                        movs_tabu(aux2,n2(k)) = TABU; 
                        movs_tabu(n2(k),aux2) = TABU; 
                        movs_tabu(aux1,n2(k)) = TABU; 
                        movs_tabu(n2(k),aux1) = TABU; 
                        movs_tabu(aux1,aux2) = TABU; 
                        movs_tabu(aux2,aux1) = TABU; 
  
  
                        mem_llarg(n1(k),n2(k)) = mem_llarg(n1(k),n2(k))+1; 
                        mem_llarg(n2(k),n1(k)) = mem_llarg(n2(k),n1(k))+1; 
                        mem_llarg(n1(k),aux3) = mem_llarg(n1(k),aux3)+1; 
                        mem_llarg(aux3,n1(k)) = mem_llarg(aux3,n1(k))+1; 
                        mem_llarg(aux2,n2(k)) = mem_llarg(aux2,n2(k))+1; 
                        mem_llarg(n2(k),aux2) = mem_llarg(n2(k),aux2)+1; 
                        mem_llarg(aux1,n2(k)) = mem_llarg(aux1,n2(k))+1; 
                        mem_llarg(n2(k),aux1) = mem_llarg(n2(k),aux1)+1; 
                        mem_llarg(aux1,aux2) = mem_llarg(aux1,aux2)+1; 
                        mem_llarg(aux2,aux1) = mem_llarg(aux2,aux1)+1; 
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                    end               
                 
                elseif prob>p2 
                        %Tipo de movimiento 
                    tipo_mov(it)=3; 
  
                    %(1) ESCOGEMOS LA POBLACIÓN A CAMBIAR PARA EL CROSS-
OVER______________________ 
                    [n1,n2]=seleccioswapingN(5,L(s)); 
  
            %         n1=67; 
            %         n2=39; 
  
                    if n1(1)~=0      
                        %(2) ESCOGEMOS LA PAREJA CANDIDATA PARA HACER EL 
MOVIMIENTO___________________________________ 
                        %MEMORIA CORTO PLAZO: Calculamos los costes totales = Distancia 
+ Penalización por tiempo, capacidad... + Penalizacion por repeticion(M. Largo Plazo) 
                        %costos=[0 0 0 0 0]; 
                        %rutes=[0 0 0 0 0]; 
                        costos=0; 
                        rutes=0; 
  
                        for k=1:5  
  
                            % NUMERO DE RUTAS 
                            rut_rec=n_rutes_prov; 
                            if seg_prov(n1(k))==1 && ant_prov(n2(k))==1 
                                rut_rec=rut_rec-1; 
                            end 
                            rutes(k)=rut_rec; 
  
                            % NUEVA DISTANCIA 




                            costos(k)=cost_rec; 
  
                            %PENALITZACIÓ per infringir RESTRICCIONS DE TEMPS 
                %             
if(sortida_prov(ant_prov(n1(k)))+distancia(ant_prov(n1(k)),n2(k))>hora_max(n2(k))) 
                %                 costos(k) = costos(k) + 
BETA*(sortida_prov(ant_prov(n1(k)))+distancia(ant_prov(n1(k)),n2(k))-hora_max(n2(k)));  
                %             end 
                %             
if(sortida_prov(ant_prov(n1(k)))+distancia(ant_prov(n1(k)),n2(k))+temps_serv(n2(k))+dist
ancia(n2(k),seg_prov(n1(k)))>hora_max(seg_prov(n1(k)))) 
                %                 costos(k) = costos(k) + 
BETA*(sortida_prov(ant_prov(n1(k)))+distancia(ant_prov(n1(k)),n2(k))+temps_serv(n2(k))+d
istancia(n2(k),seg_prov(n1(k)))-hora_max(n2(k)));  
                %             end 
                            
sortida_prov(ant_prov(n2(k)))=entrada_prov(n2(k))+temps_serv(n2(k)); 
                            
if(sortida_prov(ant_prov(n2(k)))+tiempo(ant_prov(n2(k)),n1(k),sortida_prov(ant_prov(n2(k
))))>hora_max(n1(k))) 
                                costos(k) = costos(k) + 
BETA*(sortida_prov(ant_prov(n2(k)))+tiempo(ant_prov(n2(k)),n1(k),sortida_prov(ant_prov(n
2(k))))-hora_max(n1(k)));  
                            end 










Chac Sam, Anh-Van (2010) 




                            end 
  
                            %PENALITZACIÓ per REPETICIÓ DELS TABU 
                            l=0; 
                            for j=1:N 
                                if(distancia(n1(k),j)<=D)  
                                    l=l+1; 
                                end 
                            end 
                            if(costos(k)>cost_prov)  
                                costos(k) = costos(k) + 
GAMMA*sqrt(N*tot_rut_prov*l)*cost_rec*mem_llarg(n1(k),n2(k))/iter_total; 
                            end 
                        end 
 
                        %ASPIRATION CRITERIA. Hill-Climbing. 
                        [mini,kaux]=min(costos); 
                        m=mini; 
                        k=kaux; %mini es minimo de todos los costes. kaux es la pareja 
con minimo coste 
                        kk=0; 
                        %Si el de menos coste es tabu y no mejora el mejor coste, 
escogemos 
                        %el otro candidato y lo acepta si no es tabu o tiene menor 
coste. 
                        while(kk<5 && (movs_tabu(n1(k),n2(k)) ~= 0) && (mini >= cost)) 
                            costos(k) = max(costos)+1; 
                            [mini,k]=min(costos); 
                            kk=kk+1; 
                            %fprintf('Los clientes %i y %i son TABU y coste superior. 
\n\n', n1(k),n2(k)); 
                        end 
                        %En el caso de que ninguno de los de la población no es tabú ni 
                        %mejora el coste, escogemos el primero de todos... 
                        if(kk==5)  
                            k=kaux; 
                            m=mini; 
                        end 
                %         %cost_prov=mini; 
 
                        %(3) CALCULO DEL COSTE TOTAL DE LA PAREJA CANDIDATA AL 
CAMBIO__________________________________________________________ 
  
                        %Reordenamos la secuencia de rutas 
  
                        r=ruta_prov(n1(k)); 
                        %Reordenamos la secuencia de rutas 
                        aux1=seg_prov(n1(k)); 
                        aux2=ant_prov(n1(k)); 
                        aux3=seg_prov(n2(k)); 
                        seg_prov(n1(k))=aux3; 
                        ant_prov(aux3)=n1(k); 
                        seg_prov(n2(k))=n1(k); 
                        ant_prov(n1(k))=n2(k); 
                        ant_prov(aux1)=aux2; 
                        seg_prov(aux2)=aux1; 
                        if(aux1==1)  
                            final_prov(r)=aux2;  
                        end 
                        if(aux2==1)  
                            inici_prov(r)=aux1; 
                        end 
                        if(aux1==1 && aux2==1)  
                            tot_rut_prov=tot_rut_prov-1; 
                        end 
                        if(aux3==1)  
                            final_prov(r)=n1(k);  
                        end 
 
                        %Calculo de las posiciones, llegadas, esperas y entradas de los 
                        %clientes modificados 
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                        for w=1:length(inici_prov) 
                            if inici_prov(w)~=1 
                %             for j=1:n_rutes 
                %                 if i==inici_prov(j) 
                                    i=inici_prov(w); 
                                    posi_prov(i)=0; 
                                    entrada_prov(i)=0; 
                                    llegada_prov(i)=0; 
                                    while i~=1 
                                        posi_prov(i)=posi_prov(ant_prov(i))+1; 
                                        
llegada_prov(i)=sortida_prov(ant_prov(i))+tiempo(i,ant_prov(i),sortida_prov(ant_prov(i))
); 
                                        if llegada_prov(i)<=hora_entr(i) 
                                            espera_prov(i)=hora_entr(i)-llegada_prov(i); 
                                            entrada_prov(i)=hora_entr(i); 
                                            
sortida_prov(i)=entrada_prov(i)+temps_serv(i); 
                                        elseif llegada_prov(i)>hora_entr(i) 
                                            if llegada_prov(i)<=hora_max(i) 
                                                espera_prov(i)=0; 
                                                entrada_prov(i)=llegada_prov(i); 
                                                
sortida_prov(i)=entrada_prov(i)+temps_serv(i); 
                                            elseif llegada_prov(i)>hora_max(i) 
                                                espera_prov(i)=0; 
                                                entrada_prov(i)=llegada_prov(i); 
                                                
sortida_prov(i)=entrada_prov(i)+temps_serv(i); 
                                            end 
                                        end 
                                        sortida_prov(i)=entrada_prov(i)+temps_serv(i); 
                                        i=seg_prov(i); 
                                    end 
                                %end 
                            end 
                        end 
  
                        %Calculo de las distancias nuevas con el movimiento 
                        dist_prov=0; 
                        for i=1:length(ruta_prov) 
                            for j=2:N 
                                if ruta_prov(j)==i 
                                    if(inici_prov(i) ~= 1) 
                                        dist_prov=dist_prov+distancia(1,inici_prov(i)); 
                                        dist_prov=dist_prov+distancia(1,final_prov(i)); 
                                        j=inici_prov(i); 
                                        while(seg_prov(j)~=1) 
                                            
dist_prov=dist_prov+distancia(j,seg_prov(j)); 
                                            j=seg_prov(j); 
                                        end 
                                    end 
                                    break 
                                end 
                            end 
                        end 
  
                        %         %cost_prov=(dist_prov*alpha_D) + 
(tot_rut_prov*alpha_I); 
                %         costes(it)=cost_prov; 
                %         costes_sp(it)=cost_prov; 
                        cost_prov=dist_prov; 
                        costes(it)=cost_prov; 
                        costes_sp(it)=cost_prov; 
  
                        %PENALIZACION POR CAPACIDAD 
                        cap_exc(it)=0; 
                        for i=1:num_rutes 
                            if cap_rut_prov(i)>cap_total 
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                                cap_exc(it)=cap_exc(it)+(cap_rut_prov(i)-cap_total); 
                            end 
                        end 
                        costes(it)=costes(it)+ALPHA*cap_exc(it); 
  
                        %PENALIZACION POR TIEMPO 
                        t_exc(it)=0; 
                        for j=1:num_rutes 
                            i=inici_prov(j); 
                            while i~=1 
                                if seg_prov(i)~=1 
                                    
if(sortida_prov(i)+tiempo(i,seg_prov(i),sortida_prov(i))>hora_max(seg_prov(i))) 
                                        
t_exc(it)=t_exc(it)+(sortida_prov(i)+tiempo(i,seg_prov(i),sortida_prov(i))-
hora_max(seg_prov(i))); 
                                    end 
                                end 
                                i=seg_prov(i); 
                            end 
                        end 
                        costes(it)=costes(it)+BETA*t_exc(it); 
                        cost_prov=costes(it); 
  
                        % (4)EVALUACIÓN DEL 
MOVIMIENTO___________________________________________________ 
                        % 
                        %Factibilidad 
                        if cap_exc(it)==0 
                            if t_exc(it)~=0 
                                if t_exc(it)<60 
                                    factible(it)=2; 
                                else 
                                    factible(it)=1; 
                                end 
                            else factible(it)=2; 
                            end 
                        else factible(it)=0; 
                        end 
 
                        % 
                        %Mejora del coste 
                        if cost_prov<cost_infact 
                            if cost_prov<cost 
                                mejora(it)=2; 
                            elseif cost_prov>=cost 
                                mejora(it)=1; 
                            end 
                        elseif cost_prov>=cost_infact 
                            if cost_prov<cost 
                                mejora(it)=2; 
                            elseif cost_prov>=cost 
                                mejora(it)=0; 
                            end 
                        end 
 
                        %Rentabilidad 
                        if mejora(it)==2 
                            if t_exc(it)<=180 
                                if factible(it)==1 
                                    if mejora(it)==2 
                                        Rent(it)=(cost-cost_prov)/(t_exc(it)/60); 
                                        if Rent(it)>=100; 
                                            factible(it)=2; 
                                        end 
                                    end 
                                end 
                            end 
                        end 
 
                        %Contar el numero de vehiculos  
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                        for i=1:length(ruta_prov) 
                            for j=2:N 
                                if ruta_prov(j)==i 
                                    n_vh(it)=n_vh(it)+1; 
                                    break 
                                end 
                            end 
                        end 
                        n_rutes_prov=n_vh(it); 
  
                        %Actualizacion de datos 
                        if factible(it)==2 
                            if mejora(it)==2 
                                cont_2=0; 
                                cont2_2=0; 
                                cont3_2=0; 
  
                                final=final_prov; 
                                inici=inici_prov;        
                                ruta=ruta_prov; 
                                ant=ant_prov; 
                                seg=seg_prov; 
                                cap_rut=cap_rut_prov; 
                                n_rutes=n_rutes_prov; %-1; 
                                dist_tot=dist_prov; 
                                cost=cost_prov; 
                                posi=posi_prov; 
                                llegada=llegada_prov; 
                                entrada=entrada_prov; 
                                sortida=sortida_prov; 
                                espera=espera_prov; 
                                fprintf('Los clientes %i y %i han hecho SWAPING en 
iteracion %i con %i vh. Coste total: %i\n', n1(k),n2(k),it,n_vh(it),cost_prov); 
                            elseif mejora(it)==1 
                                cont3_2=0; 
                            end 
                        elseif factible(it)==1 
                            if mejora(it)==2 
                                cont3=0; 
                                cost_infact=cost_prov; 
                            elseif mejora(it)==1 
                                cont3=0; 
                                cost_infact=cost_prov; 
                            end 
                        end 




                        % (5)ITERACIONES 
                        % TABU_________________________________________________________ 
 
                        %Para los clientes TABU restarles una iteracion TABU 
                        for i=1:N 
                            for j=1:N 
                                if(movs_tabu(i,j) ~= 0) 
                                    movs_tabu(i,j) = movs_tabu(i,j)-1; 
                                end 
                            end 
                        end 
  
                        movs_tabu(n1(k),n2(k)) = TABU; 
                        movs_tabu(n2(k),n1(k)) = TABU; 
                        movs_tabu(n1(k),aux3) = TABU; 
                        movs_tabu(aux3,n1(k)) = TABU; 
                        movs_tabu(aux2,n2(k)) = TABU; 
                        movs_tabu(n2(k),aux2) = TABU; 
                        movs_tabu(aux1,n2(k)) = TABU; 
                        movs_tabu(n2(k),aux1) = TABU; 
                        movs_tabu(aux1,aux2) = TABU; 
                        movs_tabu(aux2,aux1) = TABU; 
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                        mem_llarg(n1(k),n2(k)) = mem_llarg(n1(k),n2(k))+1; 
                        mem_llarg(n2(k),n1(k)) = mem_llarg(n2(k),n1(k))+1; 
                        mem_llarg(n1(k),aux3) = mem_llarg(n1(k),aux3)+1; 
                        mem_llarg(aux3,n1(k)) = mem_llarg(aux3,n1(k))+1; 
                        mem_llarg(aux2,n2(k)) = mem_llarg(aux2,n2(k))+1; 
                        mem_llarg(n2(k),aux2) = mem_llarg(n2(k),aux2)+1; 
                        mem_llarg(aux1,n2(k)) = mem_llarg(aux1,n2(k))+1; 
                        mem_llarg(n2(k),aux1) = mem_llarg(n2(k),aux1)+1; 
                        mem_llarg(aux1,aux2) = mem_llarg(aux1,aux2)+1; 
                        mem_llarg(aux2,aux1) = mem_llarg(aux2,aux1)+1; 
                    end 
                     
                end 
            end 
            fprintf('Cliente nuevo %i y cliente viejo %i -> Coste: 
%i\n',C(s),n1(k),cost) 
        end 
    end 
 
    %Dibujo de los clientes nuevos 
      
    figure(5+t) 
    clf 
    title(['Insercion de clientes de intervalo ',num2str(t)]) 
    hold on 
    for m=1:N 
        text(x(m)+ 1.5,y(m)+ 
2,sprintf('%d',num_client(m)),'HorizontalAlignment','right') 
        plot(x(m),y(m),'*') 
    end 
    for n=1:length(C) 
        m=C(n); 
        if m~=0 
            text(x(m)- 1.5,y(m)- 
2,sprintf('%d',num_client(m)),'HorizontalAlignment','right') 
            plot(x(m),y(m),'sr','MarkerFaceColor','g') 
        end 
    end 
    for s=1:t 
        for n=1:length(clientesN(s,:)) 
            m=clientesN(s,n); 
            if m~=0 
                text(x(m)+ 1.5,y(m)+ 
2,sprintf('%d',num_client(m)),'HorizontalAlignment','right') 
                plot(x(m),y(m),'g:*') 
            end 
        end 
    end 
    plot(x(1),y(1),'sr') 
    for i=1:num_rutes 
        clients_rut(i)= 1; 
        plot([x(1),x(inici(i))],[y(1),y(inici(i))],'r') 
        dist_rut(i)= sqrt((x(1)-x(inici(i)))^2+(y(1)-y(inici(i)))^2)+ sqrt((x(1)-
x(final(i)))^2+(y(1)-y(final(i)))^2); 
        plot([x(1),x(final(i))],[y(1),y(final(i))],'r') 
        j=inici(i); 
        while(seg(j)~=1) 
            plot([x(j),x(seg(j))],[y(j),y(seg(j))],'r') 
            dist_rut(i)= dist_rut(i)+ sqrt((x(j)-x(seg(j)))^2+(y(j)-y(seg(j)))^2); 
            clients_rut(i)=clients_rut(i)+1; 
            j=seg(j); 
        end 
    end 
    hold off 
     
    figure(5) 
    title('Conjunto de clientes nuevos') 
    hold on; 
    for n=1:length(C) 
        m=C(n); 
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        if m~=0 
            text(x(m)- 1.5,y(m)- 
2,sprintf('%d',num_client(m)),'HorizontalAlignment','right','BackgroundColor','yellow') 
            plot(x(m),y(m),'g:*') 
        end 
    end 
    hold off 
end 
  
%numero de rutas total 
n_rutes=0; 
for i=1:length(ruta) 
    for j=2:N 
        if ruta(j)==i 
            n_rutes=n_rutes+1; 
            break 
        end 
    end 
end 
  
%Calculo de las distancias nuevas con el movimiento 
dist_tot=0; 
for i=1:length(ruta) 
    for j=2:N 
        if ruta(j)==i 
            if(inici(i) ~= 1) 
                dist_tot=dist_tot+distancia(1,inici(i)); 
                dist_tot=dist_tot+distancia(1,final(i)); 
                j=inici(i); 
                while(seg(j)~=1) 
                    dist_tot=dist_tot+distancia(j,seg(j)); 
                    j=seg(j); 
                end 
            end 
            break 
        end 
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Resultados de las calibraciones para los problemas estudiados 
PROBLEMA RC107 
Calibración del parámetro M 
 
Tabla 7.1   Frecuencia del parámetro M de 










Fig. 7.2   Representación de las distancias para diferentes valores 
del parámetro M. 
 
Calibración del parámetro θ 
 
Tabla 7.2   Frecuencia del parámetro  θ  de 









Fig. 7.3   Representación de las distancias para diferentes valores 
del parámetro M. 
 
Calibración del parámetro p1 
 
Tabla 7.3   Frecuencia del parámetro p1 de 










Fig. 7.4   Representación de las distancias para diferentes valores 
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Calibración del parámetro M 
 
Tabla 7.4   Frecuencia del parámetro M de 










Fig. 7.5   Representación de las distancias para diferentes valores 
del parámetro M. 
 
Calibración del parámetro θ 
 
Tabla 7.5   Frecuencia del parámetro  θ  de 









Fig. 7.6   Representación de las distancias para diferentes valores 
del parámetro M. 
 
Calibración del parámetro p1 
 
Tabla 7.6   Frecuencia del parámetro p1 de 










Fig. 7.7   Representación de las distancias para diferentes valores 

















































































Chac Sam, Anh-Van (2010) 








Calibración del parámetro M 
 
Tabla 7.7   Frecuencia del parámetro M de 










Fig. 7.8   Representación de las distancias para diferentes valores 
del parámetro M. 
 
Calibración del parámetro θ 
 
Tabla 7.8   Frecuencia del parámetro  θ  de 









Fig. 7.9   Representación de las distancias para diferentes valores 
del parámetro M. 
 
Calibración del parámetro p1 
 
Tabla 7.9   Frecuencia del parámetro p1 de 










Fig. 7.10   Representación de las distancias para diferentes valores 
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Calibración del parámetro M 
 
Tabla 7.10   Frecuencia del parámetro M de 










Fig. 7.11   Representación de las distancias para diferentes valores 
del parámetro M. 
 
Calibración del parámetro θ 
 
Tabla 7.11   Frecuencia del parámetro  θ  de 









Fig. 7.12   Representación de las distancias para diferentes valores 
del parámetro M. 
 
Calibración del parámetro p1 
 
Tabla 7.12   Frecuencia del parámetro p1 de 










Fig. 7.13   Representación de las distancias para diferentes valores 
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Calibración del parámetro M 
 
Tabla 7.13   Frecuencia del parámetro M de 










Fig. 7.14   Representación de las distancias para diferentes valores 
del parámetro M. 
 
Calibración del parámetro θ 
 
Tabla 7.14   Frecuencia del parámetro  θ  de 









Fig. 7.15   Representación de las distancias para diferentes valores 
del parámetro M. 
 
Calibración del parámetro p1 
 
Tabla 7.15   Frecuencia del parámetro p1 de 










Fig. 7.16   Representación de las distancias para diferentes valores 
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Calibración del parámetro M 
 
Tabla 7.16   Frecuencia del parámetro M de 










Fig. 7.17   Representación de las distancias para diferentes valores 
del parámetro M. 
 
Calibración del parámetro θ 
 
Tabla 7.17   Frecuencia del parámetro  θ  de 









Fig. 7.18   Representación de las distancias para diferentes valores 
del parámetro M. 
 
Calibración del parámetro p1 
 
Tabla 7.18   Frecuencia del parámetro p1 de 










Fig. 7.19   Representación de las distancias para diferentes valores 
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Calibración del parámetro M 
 
Tabla 7.19   Frecuencia del parámetro M de 










Fig. 7.20   Representación de las distancias para diferentes valores 
del parámetro M. 
 
Calibración del parámetro θ 
 
Tabla 7.20   Frecuencia del parámetro  θ  de 









Fig. 7.21   Representación de las distancias para diferentes valores 
del parámetro M. 
 
Calibración del parámetro p1 
 
Tabla 7.21   Frecuencia del parámetro p1 de 










Fig. 7.22   Representación de las distancias para diferentes valores 
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Resolución del problema R208 dinámico (σd=0,2, Δt=66) – V1














































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































N1=5000 / N2=N3=3000 / M=10 / θ=75 
p1=0,4 / p2=0,4 /p3=1
N4=1000 80 clientes “viejos”
20 clientes “nuevos”
Inserción de los nodos nuevos 99 y 100 con 
optimización de sus áreas de influencia
El nodo 91 se inserta entre 50 y 48, provocando un aumento de distancias 
considerable pero es debido a las ventanas temporales y a que estamos en un 
escenario tiempo-dependiente (aunque la distancia sea larga, puede tardar menos 
según la velocidad asignada). No se le asigna un vehículo exclusivo a 84 porque 
genera más coste en distancias
Se crea una ruta exclusiva para el nodo 88 porque ninguno de su 
área de influencia es compatible. Los nodos compatibles están 
muy lejos y supone menor coste (en distancias) crear una nueva 
ruta.
También se crea una nueva ruta para el nodo 87. No se enruta
con el 88 porque el vehículo ya ha vuelto al almacén. Para 
futuras líneas de investigación, programar para que el vehículo 
no vuelva al almacén para servir a nuevos clientes.
Inserción del nodo 95 Inserción del nodo 80 Inserción del nodo 83, 97 y 98
Inserción del nodo 82 y 89 Inserción del nodo 85 Inserción del nodo 101























































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































Resolución del problema R208 dinámico (σd=0,2; Δt=66) – V2
Resolución del problema R208 dinámico (σd=0,2; Δt=200)
N1=5000 / N2=N3=3000 / M=10 / θ=75 
p1=0,4 / p2=0,4 /p3=1
N4=1000
















































































































































































































































































































































































































































































































































































































































































































































Resolución del problema R208 dinámico (σd=0,2; Δt=33)




















































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































Resolución del problema R208 dinámico (σd=0,2; Δt=33)





















































































































































































































































































































































































































































































































































































































































































































































































































































Resolución del problema R208 dinámico (σd=0,7; Δt=66)









































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































Resolución del problema R208 dinámico (σd=0,7; Δt=100)


































































































































































































































































































































































































































































































































































































































































































































































































































Resolución del problema R208 dinámico (σd=0,7; Δt=200)














































































































































































































































































































































































































































Insercion de clientes de intervalo 4
1
2
3
4
5
6
7
8 9
10
11
12
13
14
15
16
17
18
1920
21
22
23
24
25
26
27 28
29
35
39
41
42
47
53
56
58
70
77
80
81
86
92
34
36
38
49
51
54
55
59
66
68
69
74
78
83
84
85
95
96
97
33
37
40
44
45
46
48
60
61
63
65
88
91
93
30
3132
43
50
52
57
62
64
67
71
72
73
75
76
79
82
87
89
90
94
98
99
100
101
