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Introduction.
Introduction.
La bibliothque du LSE est compose d'environ 300-400 livres. Ces
livres ont t intgrs dans une base de donnes au fur et  mesure de leur
achat, celle-ci est actuellement au format FileMaker Pro 2.1. Pourtant
cette base de donnes n'a pas t utilise  des fins de consultation, elle
est reste confine sur le Macintosh de la secrtaire.
Le projet consiste  transfrer cette base de donnes vers le serveur web
du labo, et de permettre ainsi la recherche de livres, les dmarches
d'emprunt et de retour ainsi que l'administration de la bibliothque en
ligne.
Donne du projet.
Initialement (selon la donne originale du projet), il s'agissait de s'adapter
 la structure existante. Ë savoir d'tudier la faisabilit de diffrentes
stratgiesÊ:
·  Transfrer la base de donnes vers FileMaker Pro 3.0 et scripter
FileMaker Pro 3.0  l'aide d'AppleScript pour grer l'interaction avec
le web en faisant tourner cela sur un serveur Macintosh.
·  Transfrer la base de donnes vers FileMaker Pro 4.0 et utiliser les
options offertes par FileMaker Pro 4.0 pour grer l'interaction avec le
web en faisant tourner cela sur un serveur Macintosh.
· tudier d'autres possibilits.
Cette donne a t modifie en dbut de projet (par impossibilit de
disposer d'un serveur Macintosh).
La donne dfinitive se prsente ainsi : exporter la base de donnes vers
un SGBD (systme gestion de base de donnes) Java et grer toute
l'interaction avec le web  l'aide de servlets.
figure 1 : schmatique du projet
Qu'est-ce qu'un servlet ?
Au premier abord un servlet peut tre vu comme un "server-side applet".
Il est charg par le serveur dans sa machine virtuelle Java et excut (tout
comme un applet est charg par un navigateur puis excut). Le servlet
est donc une sorte d'application Java. Le serveur qui reoit une requte
http pour le servlet la lui transmet. Le servlet excute son code et retourne
le rsultat au serveur qui le transmet au client.
En somme, les servlets sont un excellent substitut de script CGI (voir la
littrature sur les servlets pour une liste dtaille des avantages). Un des
avantages qui n'est pas des moindres est la possibilit de pouvoir utiliser
toute l'tendue du langage Java.
La programmation de servlets exige uniquement de prendre connaissance
des principes de base, la lecture de quelques codes sources suffit
largement  comprendre comment cela fonctionne. Pour qui a dj
programm en Java, je dirai que c'est d'une grande accessibilit.
Concrtement pour ce qui est de la compilation d'un source de servlet, il
suffit de disposer du package javax.servlet (disponible sur le site de Sun)
et bien entendu d'un compilateur Java.
Pour pouvoir faire tourner des servlets, il faut simplement un serveur
supportant ces derniers. Le Java Web server de Sun en est un exemple,
mais il existe galement de nombreux modules d'extensions disponible
pour la plupart des serveur existants (tel JRun pour Apache).
Ces quelques lignes se veulent simplement introductives, je conseille 
quiconque est plus intress de consulter le web o de trs nombreux
articles permettent d'approfondir le sujet.
Cahier des charges.
Le cahier des charges a t tabli en collaboration avec Matthias
Wiesmann et se prsente ainsiÊ:
1. lments essentielsÊ:
· Livres
· Base de donnes structure
· Base de donnes popule selon tat actuel de la bibliothque
· Interface
· Recherche / listes par :
· auteur
· titre
· diteur
· mots cls
· Modifications
2. Gestion emprunts :
· Gestion personnes
· Interface emprunt / retour
3. Optionnel :
· Exportation livre format BibTeX
4. Contraintes :
· Java 1.1
· Servlets
· SGBD: Instant DB
· Code portable
· Code solide
· Document (javadoc)
De ce cahier des charges se dgage la nette volont d'obtenir une
architecture en couche, ceci pour des videntes raisons de souplesse
future.
La gestion des personnes est voulue indpendante de celle des livres, afin
de permettre une ventuelle fusion de donnes avec d'autres projets (par
exemple le serveur bibliographique du LSEÉ).
Dmarche suivie.
Ce projet a impliqu diffrentes activits pralables :
· La recherche de documentation sur des concepts thoriques inconnus
de ma part.
· L'assimilation de ces diffrents concepts.
Voici la liste de ces concepts que j'ai eu  apprendre durant le projet :
Concept Connaissances
initiales
Connaissances
acquises
Servlets nulles trs bonnes
SQL nulles trs bonnes
Programmation en Java simples bonnes
Programmation concurrente en Java nulles simples
JDBC nulles simples
Spcificits du protocole http nulles simples
JavaScript nulles basiques
Structure de base de donnes basiques simples
Format BibTeX nulles simples
Ensuite la programmation concrte :
· La cration de la nouvelle base de donnes.
· La conception du site.
· Les classes Java ncessaires (ch.epfl.lse.biblio.johansson.util).
· Les servlets.
Base de donnes.
figure 2 : schma cration base de donnes
Analyse de la base de donnes existante.
La base de donnes originale contient les champs suivants :
· N¡ livre
· Titre
· Auteur(s)
· diteur
· Date d'dition
· Date d'entre
· Mots cls
Ces champs ont t intgralement repris, avec leur syntaxe propre, c'est-
-dire celle adopte lors du remplissage initial de la base. La reprise de
cette syntaxe est source de quelques ennuis lors de l'exportation BibTeX
par exemple (inversion des initiales et du nom des auteurs). Mais j'ai fait
Importation de la bd dans FM Pro 4 1
Exportation bd au format texte
Cration tables SQL dans Instant DB
Importation livres dans Instant DB
le choix de conserver les donnes selon leur formatage initial et de traiter
chaque ventuel problme au cas par cas dans le code.
La gestion d'emprunt et de retour ncessite des champs supplmentaires :
· Prnom emprunteur
· Nom emprunteur
Quelle base de donnes utiliser ?
Pour rsumer en quelques lignes ce qui ne l'est pas, il existe un package
java.sql (qui fait partie du JDK standard) qui permet d'interagir avec une
base de donnes SQL depuis une application, un servlet ou un applet
Java. Ce package contient JDBC (Java Database Connectivity),
permettant ainsi des ordres SQL d'tre envoys  une base de donnes et
les rsultats rcuprs depuis n'importe quel programme Java.
Ainsi tout SGBD proposant un driver JDBC est susceptible d'tre utilis
depuis un programme Java. (Au passage, il faut noter le coup de gnie de
Sun. La majorit du march utilisant ODBC (Open Database
Connectivity) qui est la spcification de Microsoft pour l'accs aux bases
de donnes. Il eut t illusoire d'esprer un dveloppement massif de
drivers JDBC de la part des diffrents fournisseurs de SGBD (Oracle,
Sybase, Microsoft etc..) lorsque les investissements pour dvelopper des
drivers ODBC avaient dj t faits. Sun a alors mis au point un pont
JDBC-ODBC qui est en fait un driver JDBC utilisant des mthodes
natives C (encore une des possibilits de JavaÉ) permettant de faire
appel  un driver ODBC pour accder une base de donnes!)
Pour revenir  ce qui nous proccupe, ceci signifie qu'un trs grand
nombre de SGBD peuvent ainsi tre accds depuis un servlet.
Dans le cadre de ce projet, sous les conseils de Matthias Wiesmann j'ai
utilis Instant DB, qui est un mini-SGBD crit entirement en Java, et
surtout disponible gratuitement sur le web. Instant DB offre galement un
driver JDBC compatible (idb). Instant DB implmente la plupart des
fonctions de bases d'un SGBD, je n'ai en tout cas pas rencontr de
limitations dans le cadre de ce projet.
Ainsi,  l'aide de JDBC, toute l'interaction avec la base de donnes est
effectue en faisant appel aux mthodes du package java.sql.
A noter que Instant DB est dj utilis par le LSE pour le serveur
bibliographique.
Conception de la nouvelle base de donnes.
L'ensemble des champs ncessaires tant fix, la conception du schma
entit-association de la base de donnes requise est possible, il est
reprsent en annexe [1].
J'ai ainsi pu dterminer les tables SQL ncessaires, soit :
livres TABLE
no_livre auteurs titre editeur annee_e
dition
date_ent
ree
mots_cle
s
no_empr
unteur
U
nique
N
ot null
not null
int varchar(1
00)
varchar(1
00)
varchar(5
0)
int date varchar(1
00)
int
figure 3 : livres TABLE
· L'attribut no_livre est l'identifiant simple et unique de la table livres.
·  L'attribut no_emprunteur rfrence personnes.no_personne. Cet
attribut est utilis pour indiquer le statut d'un livre. Il est  zro si le
livre est disponible et au no_personne l'ayant emprunt le cas chant.
· Les auteurs sont spars par des virgules, les mots cls pas des tirets.
personnes TABLE
no_personne prenom Nom
U
nique
N
ot null
N
ot null
N
ot null
int varchar(50) varchar(50)
figure 4 : personnes TABLE
·  L'attribut no_personne est l'identifiant simple et unique de la table
personnes.
·  Il est vident que l'attribut no_personne de la TABLE personnes est
redondant, car l'attribut compos prenom+nom constitue un identifiant
unique. Je l'ai pourtant rajout pour des simples questions de
commodit de manipulation de la TABLE.
Il est a noter que les deux TABLE sont indexes, livres sur no_livre et
personnes sur no_personne.
Les bases de donnes et les TABLE ont t cres  l'aide d'un des
utilitaires disponibles avec Instant DB (SQL Builder), les commandes
SQL correspondantes sont reprsentes en annexe [2].
Conception du site.
Selon la donne du projet, j'ai rapidement pu arrter la forme et les
fonctionnalits ncessites par le site. Le plan du site est reprsent en
annexe [3].
Les principales rubriques tant :
· Recherche et emprunt d'un livre
· Retour d'un livre
· Administration
· des livres
· des personnes
Recherche et emprunt.
figure 5 : capture d'cran de l'index  de recherche
La recherche dmarre sur un index qui donne deux possibilits :
·  Remplir un formulaire avec ses propres de critres de recherche,
choisir l'ordre de tri (titre, auteurs,diteur, date d'dition, mots cls) et
choisir les livres concerns (tous, emprunts, disponibles).
Si plusieurs champs sont remplis, la recherche va porter sur tous ces
champs (AND). Par contre si un champ est rempli avec plusieurs
valeurs, la recherche portera sur une de ces valeurs (OR).
· Lister certains livres (tous, emprunts, disponibles) selon l'ordre de tri
choisi.
Le rsultat d'une recherche affiche une liste des livres satisfaisant les
critres de recherche. La disponibilit de chaque livre est galement
indique, donnant accs  l'emprunt du livre ou au nom de son
emprunteur le cas chant.
figure 6 : capture d'cran d'un rsultat de recherche
Retour.
figure 7 : capture d'cran de l'index  de retour
Le retour est voulu le plus convivial et le plus rapide possible. L'index de
retour donne donc une liste des personnes prsentes dans la base de
donnes. En slectionnant son propre nom, l'utilisateur se voit prsenter
une liste des ouvrages qu'il a emprunts avec possibilits de les rendre.
Administration.
figure 8 : capture d'cran de l'index  d'administration
Il s'agit d'un menu qui donne accs  l'ensemble des fonctionnalits de
gestion de la base de donnes. Ajout, suppression et modification d'un
livre, ajout et suppression d'une personne.
Ces oprations sont prcdes d'un contrle:
· La suppression d'un livre est impossible si celui-ci est emprunt.
·  La suppression d'une personne est impossible tant que celle-ci a des
livres emprunts.
· L'ajout d'une personne dj prsente est impossible.
Toutes les oprations impliquant une criture dans la base de donnes
(emprunt, retour, ajout, modification) passe imprativement au pralable
par un cran de confirmation.
Intgrit des donnes rentres dans les champs de formulaire.
J'ai choisi de ne pas vrifier l'intgrit des donnes par du JavaScript, il
peut en effet trs bien y avoir un utilisateur ayant dsactiv cette
fonctionnalit sur son logiciel de navigation.
Le contrle est donc effectu dans les servlets mmes, une donne
errone suscitant le raffichage de la page avec un message d'erreur.
Package ch.epfl.lse.biblio.johansson.util.
Le code a t dvelopp selon un principe de couches. Le but tant de
rendre chaque couche strictement indpendante des autres. Une
modification interne  une des couches ne doit ncessiter aucun
changement dans les autres.
Classes de bases.
Il s'agit premirement de la classe Livres, une instance de cette classe
permet de reprsenter un livre et fournit toutes les mthodes utiles  sa
manipulation.
La deuxime classe de base est la classe Personnes. Une instance de cette
classe reprsente une personne habilite  emprunter un livre.
Lorsque le rsultat d'une requte dans la base de donnes est un livre,
celui-ci est plac dans une instance de la classe Livres, de mme dans le
cas d'une personne celle-ci est place dans une instance de la classe
Personnes.
1re couche
JAVA
SQL
bd
figure 9 : schma de la 1re couche
La premire couche constitue le noyau du code. Elle comporte toute
l'interaction avec la base de donnes, et de faon exclusive. Tout ce qui
est formation d'une requte SQL selon certains critres, questionnement
de la base de donnes, traitement des rsultats (cration d'un tableau
d'instances de Livres par exemple) est encapsul dans cette premire
couche. De telle sorte que l'interface visible de cette couche est constitue
d'un nombre relativement restreint de mthodes Java permettant
d'effectuer toutes les modifications ou tous les questionnements dsirs
en ne fournissant que les paramtres dsirs. Par exemple la recherche de
livres est effectu en faisant appel  la mthode researchInLivres() qui
prend en argument un objet Livres contenant les paramtres de recherche
et retourne un tableau d'objets Livres reprsentant le rsultat de la requte
dans la base de donnes.
Les accs  la TABLE livres sont gres par la classe
DatabaseUtilitiesLivres, ceux  la TABLE personnes par la classe
DatabaseUtilitiesPersonnes. Les mthodes gnrales ainsi que celles qui
sont communes aux deux TABLE sont regroupes dans la classe
DatabaseUtilities.
J'ai galement dvelopp une architecture lecteurs-rdacteurs pour les
accs  la base de donnes, avec priorits gales aux deux. Plusieurs
lecteurs sont autoriss simultanment (accs  la base de donnes en
lecture) alors qu'un seul rdacteur est tolr (accs  la base de donnes
en criture). Cette architecture est regroupe dans la classe
DatabaseAccessRestriction, elle est explique plus en dtail en annexe
[4].
L'interface visible de cette premire couche est presque exclusivement
des tableaux d'objets Livres ou Personnes.
2me couche
figure 10 : schma de la 2me couche
Cette couche fait le lien entre la premire qui fournit le rsultat d'une
requte dans la base de donnes et le formatage des donnes en vue d'une
publication Html.
Majoritairement cette couche fournit des instances de classe qui sont la
plupart du temps des sous-classes de lse.html.HtmlBasicObject. Ceci
dans le but de pouvoir aisment les inclure dans une page Html gnre
par la classe lse.html.HtmlPage  l'intrieur d'un servlet.
Ainsi on y trouve des listes de Livres, de personnes, des formulaires
etcÉ La gestion du formatage en caractre Html est galement comprise,
voir les explications sur la classe HtmlSyntaxedString en annexe [5].
Cette couche contient galement les outils pour faire le travail inverse. A
savoir le dcodage d'informations contenues dans des formulaires ou des
liens Html, ceci au travers de diverses mthodes de traduction. Ainsi par
exemple cette deuxime couche permet de traduire une requte Http d'un
formulaire de recherche de livres en un objet de la classe Livres refltant
les paramtres contenus dans le formulaire.
Commentaires sur le code.
· Scurit :
HTML
JAVA
En plus de la satisfaction que procure un code relativement "propre",
dans le cadre de servlets ceci se trouve tre un impratif! En effet, il est
trs peu conseill d'avoir un code instable lorsque celui-ci tourne sur la
machine virtuelle du serveur web, ce qui est le cas avec des servlets.
J'ai donc pris un soin particulier  vrifier l'intgrit des donnes  chaque
niveau. Ceci a principalement t fait par un traitement des exceptions,
chaque zone sensible du code est entoure d'un "try {É..}
catch(Exception ex) {É..}" afin de prvenir toute maladresse, et de
permettre de au programme de supporter une erreur sans planter, dans la
mesure du possible.
· Portabilit :
Les packages imports dans mon code sont ceux du JDK standard ainsi
que certains du LSE. Aussi loin que je sache, aucun d'eux ne fait appel 
une implmentation particulire qui pourrait limiter la portabilit du code.
De plus, tous les tests ont t effectus sur au moins trois implmentation
de la machine virtuelle Java diffrentes (MacOs Runtime for Java 2.1.2,
Windows 98, SunOS 5.6) et je n'ai pas rencontr de problmes.
· Lisibilit et documentation
Le code contient un maximum de commentaires, ce qui devrait permettre
 un lecteur de s'y retrouver. Les commentaires d'en-tte ont t crit de
sorte  ce qu'ils soient compatible javadoc, ce qui permet d'avoir une
javadoc complte des diffrentes classes et des servlets.
· Classe HtmlTitle
Cette classe reprsente les titres Html dans leur syntaxe standard,
exemple :
<H3 align="center">ÉÉÉÉ..</H3>
La classe HtmlTitle implmente la classe lse.html.HtmlObject et fournit
aisni des objets reprsentant des titres Html qui sont aisment intgrables
dans une page Html gnre par la classe lse.html.HtmlPage.
Cette classe aurait  mon avis tout  fait sa place dans le package lse.html
du LSE.
Servlets.
HttpServletRequest
1  request traduction
servlet
figure 11 : schma des servlets
Les deux premires couches tant bien fournies, l'criture des servlets
s'est presque rsume  en faire simplement usage.
Le schma gnral des servlets dvelopps dans le cadre de ce projet est
le suivant :
1. Les servlets font appel  la deuxime couche pour traduire les
demandes de l'utilisateur en provenance du document Html source.
2. Une fois dcods, ces paramtres sont passs  la premire couche
qui s'occupe de sonder la base de donnes et de renvoyer une
rponse satisfaisant la requte.
3. Cette rponse est ensuite repasse  la deuxime couche dans le but
de la formater pour une publication Html. Les servlets gnrent
ainsi une page Html dans laquelle est insre le rsultat de la
requte.
Les servlets ne surchargent pas tous les deux mthodes doGet() et
doPut(). Attention  ceux qui le font, parfois ce n'est pas du tout le mme
traitement qui est effectu.
HttpServletResponse
2  database access
3  Html formatting

Problmes rencontrs.
Le premier problme est plus un inconvnient de dveloppement li aux
servlets qu'un vritable problme. La gne provient du test des servlets,
autant les essais sur des classes peuvent tre raliss dans n'importe
quelle machine virtuelle Java, autant les servlets exigent de faire appel 
un serveur web (ou au servletrunner de Sun). L'ennui vient plutt du fait
que toute modification sur un servlet requiert de redmarrer le serveur (ou
le servletrunner). Certaines autres solutions sont envisageables, mais il
n'empche que cela reste assez lourd.
La base de donnes originale fut source de quelques dsagrments. Il m'a
fallu corriger  la main (ou plutt au clavier) des dizaines d'entres. En
effet, le remplissage s'est vraisemblablement fait sur plusieurs annes et
la convention syntaxique pour les auteurs n'tait pas respecte tout du
longÉ
J'ai galement rencontr des problmes de gestion des caractres
accentus avec Instant DB. La visualisation du contenu de la base de
donnes ( l'aide d'utilitaires fournis avec Instant DB) ou des requtes
imprimes sur le stdout portent  croire que les accents ne sont pas grs
correctement, alors qu'il n'en ait en fait rien.
D'autre part, pour ce qui de la syntaxe majuscule-minuscule, Instant DB
ne gre malheureusement pas lui-mme les diffrentes syntaxes (unix
pour Unix par exemple). J'ai donc implment la premire couche, de
sorte  ce que les requtes SQL soient effectues sur plusieurs versions
syntaxiques du mme mot.
Il y a aussi certains dveloppements inutiles de ma part. L'ensemble des
fonctionnalits offertes par les classes standards de Sun tant relativement
vaste, il m'est arriv deux fois de mettre au point des mthodes faisant
exactement le mme travail que des mthodes dj existantes!
Conclusion.
Au final, la partie visible du projet propose une interface simple et
conviviale. L'ensemble des spcifications du cahier des charges a t pris
en compte, et de nombreux tests ont t mens sur diffrentes machines
virtuelles laissant supposer un fonctionnement correct.
Le service de consultation et d'emprunt de la bibliothque du LSE sera
ainsi accessible sur le web.
L'intgration avec d'autres projets du LSE est mise en vidence par le fait
que la faon dont le projet a t structur permettra une ventuelle future
collaboration avec le serveur bibliographique. L'utilisation des classes des
diffrents package lse.html est un autre exemple de complmentarit.
Ce projet m'a permis de connatre de nombreux sujets dans lesquels je
n'avais pratiquement aucune connaissance, mais avant tout j'ai
l'impression d'avoir t trs bien conseill et d'avoir appris  programmer
bien mieux. La structuration en couche, la gestion des exceptions et
autres sont autant de points ennuyeux  prendre en compte au dbut, mais
j'ai ralis  quel point ceux-ci deviennent indispensables lorsque la
quantit de code est consquente.
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