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第1章 序論 
1.1 研究背景 
1.1.1 新製品普及に関する典型問題 
 これまでの製品市場においてメーカー企業は自社の新製品を普及させることを目指
してきたが，多くの新製品の市場投入は商業的に失敗している．新製品は主として従来
市場に存在しない新規格製品と規格が受け入れられている中で消費者の選好・ニーズと
の適合を目指す新製品という 2 つに分類することができる． 
新規格製品の普及のためには，メーカー企業は需要が先か，供給が先かという立ち上
がり問題を解消し，クリティカルマスを超えることが重要となる．しかし，需要が喚起
されない，もしくは技術的困難が原因で，普及せずに終わった新規格製品が多々見られ
る（Rohlfs, 2001）．特に，オーディオなどの家電製品やオペレーティングシステム，LAN
などのコンピュータ関連規格のデファクトスタンダードを巡る複数の規格間競争（デフ
ァクト競争）においては，メーカー企業が技術力や製品品質に重視した競争を行うあま
り，しばしば消費者の存在が忘れられた新規格が生み出される（山田, 2004）．そのため，
標準化機関の介入が重要視されており，立ち上がり問題を解消できる標準をどのように
決定するのかについて議論がされている．本論文では，このデファクト競争下における
標準決定の問題を“標準化問題”と呼ぶ． 
一方で，消費者ニーズに適合した新製品を市場に投入するためには市場全体のニーズ
を捉えた上で製品仕様を決定する必要がある．しかし，これまでのシェア獲得を目指し
て新規性のある製品を開発するプロジェクトの成功率は消費財市場において僅か 26％
（Elrod and Kelman, 1987）にとどまっており，新製品普及が困難であることが示されて
いる．これは，消費者の選好・ニーズに関する情報の移転が困難であるという情報が持
つ特性に起因する．従来の伝統的なマーケティング手法では，質問紙調査などを通して
多くの消費者に共通する選好・ニーズを捉え，製品を投入することが重要であると考え
られていた．しかし，伝統的なマーケティング手法の代表例であるセグメンテーション
技法を用いて消費者の選好・ニーズを捉えようとしても 1 セグメント内の多様性は非常
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に高いため，セグメント全体に受け入れられる製品を開発することは困難である
（Franke and Reisinger, 2003）．また，消費者の選好・ニーズに関する情報は低コストで
はメーカー企業に移転することができないことが明らかにされている（von Hippel, 1994, 
1998）．結果として，消費者と企業の間には選好やニーズ情報に関する非対称性が生じ
る．この問題は主にユーザーイノベーションに関する研究で指摘されている．ユーザー
イノベーションとは，消費者が市場に投入されたメーカー企業の製品では自身の選好・
ニーズを満たすことができず，自ら製品を開発する現象である．近年ではユーザーイノ
ベーションの実態調査が進み，主にアウトドア関連の製品市場において消費者自らがメ
ーカー企業の製品に不満を持ち，製品を開発しているという事例が多く観測されている
（Shah, 2000; Franke and Shah, 2003; Lüthje, 2004; Lüthje et al., 2005）．von Hippel（2005）
は企業と消費者間の選好やニーズ情報の非対称性を解消し，新製品普及を成功させるた
めには，ユーザーイノベーションを活用した製品開発が重要であると指摘している．し
かし，製品普及の観点からユーザーイノベーションが市場に与える影響は分かっておら
ず，今後はユーザーイノベーションを実態調査レベルではなく市場全体の現象レベルと
して分析していくことが望まれている．本論文では，これを“ユーザーイノベーション
現象の問題”と呼ぶ． 
これらの 2 つの典型問題は共通して市場の複雑性を考える必要のある問題であり，企
業の新技術と消費者の潜在的な選好・ニーズの相互作用の観点から現象解明が望まれる
（Tidd and Bodley, 2002; Ida,2003）． 
 
1.1.2 市場ダイナミクスに関する従来研究 
本項では従来の市場ダイナミクスに関する数理モデルおよびエージェントベースア
プローチを用いた研究を包括的に整理する．数理モデル分析はモデルパラメータの変化
により対象問題の市場ダイナミクスを説明することが可能である．しかし，過去の市場
で観測されている定型化された事実（スタイライズドファクト）に対して十分な説明を
与えることができないという問題も生じている（Dawid, 2006）．そのため，市場変化の
本質的な特徴を捉えるために完全合理性のパラダイムを超える必要が生じ，消費者や企
業といった経済主体の特性および経済主体間の相互作用を扱うエージェントベースア
プローチに注目が集まり始めた．近年では，自然科学の分野において複雑系や自己組織
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化などの問題に対する取り組みが進められてきており，自律的意思決定主体（エージェ
ント）間の相互作用に関する研究に関心が高まっている．また，情報数理や人工知能分
野におけるエージェント設計の研究の発展も進んでおり，エージェントベースアプロー
チにより市場システムの分析も増えてきている．以下では，市場ダイナミクス分析の従
来研究の特徴を比較した図を示す（図 1.1）． 
 
図 1.1 関連研究と本論文の位置づけ 
伝統的なイノベーション普及のモデルとしては Bass モデル（1969）がある．このモ
デルは，外的影響によって製品採用を決定するイノベーターと内的影響によって製品採
用を決定するイミテータを決定するパラメータを変化させることで，多様な普及パター
ンを描くことが可能である．さらに，このモデルを発展させてリピート購入を考慮した
モデル（Olson and Choi, 1985），マーケティングミックス変数を明示的に取り入れたモ
デル（Bass et al., 1994）が開発されている．これらの研究は主にマーケティングサイエ
ンスの分野で扱われており，消費者行動に焦点を当てたモデルとなっている． 
しかし，Bass モデルでは，消費者間の局所的相互作用から生じるイノベーション普及
を捉えることは不可能である．そこで，近年では消費者を対象としてエージェントモデ
ルを構築し，イノベーション普及を説明しようとする研究が増加している．その代表例
として，消費者エージェントモデルによるキャズム現象の感応度分析（酒井，河合, 2006）
や消費者間クチコミモデルを用いた製品プロモーションの影響分析（Delre et al.，2006），
分析対象問題クラス モデル化の対象 相互作用の記述 モデル抽象度
イノベー
ション普及
規格間競
争
産業構造
変化
消費者行動
選好進化
企業行動
技術進化
選好と技術
の共進化
集団間
個体間（エー
ジェント間）
実データ
との接合
複数のモデル
解像度の利用
数
理
モ
デ
ル
Bassモデル
（Bass, 1969; Olson and 
Choi, 1985; Bass et al., 
1994)  
○ ○ ○
ダイナミックモデル
（ Deguchi, 2003; Ida,
2003; Struben, 2004)  
○ ○ ○ ○ ○ ○
エ
ー
ジ
ェ
ン
ト
ベ
ー
ス
ア
プ
ロ
ー
チ
技術進化モデル
（ Nelson and 
Winter,1982; 李・出口, 
2003; Malerba et 
al.,2008)
○ ○ ○ ○
消費者相互作用モデ
ル
（Alkemade and Castaldi, 
2005;  川村・大内, 2005; 
酒井，河合, 2006; Delre
et al., 2006）
○ ○ ○ ○
本論文
（Ohori and Takahashi, 
2008; Ohori and 
Takahashi, 2010; 大堀・
高橋, 2011）
○ ○ ○ ○ ○ ○ ○ ○ ○
分類
モデル
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複数の消費者エージェントから構成される社会ネットワークにおけるイノベーション
伝播分析（川村・大内, 2005; Alkemade and Castaldi, 2005）などが存在している．これら
は Bass モデルとは異なり，イノベーション普及問題に対して消費者間相互作用，ネッ
トワーク効果を明示化したモデルとなっており，多様な創発現象の観測を可能にした．
しかし，これらの分析は市場システム特性の理解や過去の現象説明に留まっており，具
体的な企業戦略の効果分析までには至っていない． 
一方で，企業・規格間競争や新技術普及の問題分析は，システムダイナミクスやレプ
リケータダイナミクスを用いた分析が行われている（Deguchi 2003, Struben 2004）．また，
Ida（2003）は企業の製品品質と消費者選好の共進化プロセスの分析を行い，市場にお
ける製品普及のメカニズムを説明している．これらの数理モデルによるアプローチでは
企業と消費者間の相互作用を考慮した市場構造の変化を説明することが可能であるが，
個体レベルでの技術進化や消費者選好の変化を考慮することはできない． 
一方で，進化経済学の分野においては，限定合理的エージェントを用いた企業技術の
進化的成長モデルが提案されている（Nelson and Winter, 1982）．この Nelson-Winter モデ
ルは複数企業の技術競争を表現しており，各企業エージェントは R&D と設備投資の意
思決定を繰り返す中で技術力を向上し，生産性を挙げることを目指す．このモデルは，
その後のエージェントベースアプローチを用いた産業構造分析（李・出口，2003; Malerba 
et al., 2008）の基盤となっている． 
以上のように，エージェントベースアプローチによる市場ダイナミクス分析は，ミク
ロレベルでのモデル化を行うことで従来の数理モデル研究では接近が困難であった現
象説明が可能である．しかし，図 1.1 で示したように，従来のエージェントベースアプ
ローチの研究におけるモデル化の対象は消費者行動，もしくは企業行動の一方のみであ
り，企業－消費者間の相互作用から生じる市場ダイナミクスの説明には至っていない．
また，提案されているモデルは抽象度が高いため，特定市場における具体的な政策意思
決定支援を行うことは困難である．今後は特定市場の実データと接合したモデルを構築
することが期待される． 
 
1.1.3 新製品普及に関する 2つの典型問題へのアプローチ 
 次に，本論文で扱う 2 つの典型問題へのアプローチを整理する．新製品普及に関する
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視点を与える理論研究としては主に技術経営とマーケティングの分野で研究されてき
た．技術経営では市場・技術・組織の変化を統合的にマネジメントすることや，市場環
境の変化を考慮して複数のイノベーションプロセスを統合することが重要視されてい
る（Tidd and Bodley, 2002; Tschirky et al., 2005）．また，マーケティング理論においては，
消費者の選好・ニーズを捉えることで，市場との良い関係を構築し，開発製品のコンセ
プトを決定することが重要であると指摘されている（古川他, 2003; 川上, 2005）．これ
らの研究から，企業が自社製品の普及を考える際には，市場（消費者）と技術（イノベ
ーション）の両方の変化を捉える必要があるといえる． 
 市場や技術の変化という観点から“標準化問題”に関する従来研究を整理すると，事
例研究と数理モデル研究の 2 つに分類することができる．事例研究としては，スマート
カード（Wonglimpiyarat, 2005），DVD-X（Dranove and Gandal, 2003）などの規格の標準
化に関する事例分析が行われている．しかし，これらの分析は事後的に個別市場の変化
を追っているため，今後の市場状況に依存した市場変化の説明に対しては部分的な示唆
に留まる．数理モデル研究（Deguchi, 2003; Struben, 2004）では，消費者や企業を集団と
して扱い，消費者と企業の意思決定から生じる市場変化を説明するための数理モデルを
作成し，システムダイナミクスやレプリケータダイナミクスを用いて市場の動的な変化
（以下，市場ダイナミクス）の分析を行っている．たとえば，Deguchi（2003）による
レプリケータダイナミクスを用いたプラットフォーム外部性の分析では，モデルはプラ
ットフォーム財を提供する企業，プラットフォーム上にサービス財を提供する企業，プ
ラットフォーム財およびその上のサービスを選択する消費者という 3 集団から構成さ
れ，これらの相互作用により消費者のプラットフォーム選択割合が 1 つにロックインす
るまでの変化を示すことが可能である． 
 
図 1.2レプリケータダイナミクスを用いた市場ダイナミクスの例 
 
 
6 
 
図 1.2 では両方のプラットフォームを選択，プラットフォーム 1 を選択，プラットフ
ォーム 2 を選択という 3 つの消費者セグメントの割合がどのように変化し，ロックイン
に至るのかを示している．プラットフォームへの補完財提供コストなどのパラメータを
変化させることでロックインまでのスピードの変化や，異なるプラットフォームへのロ
ックインという現象を説明することが可能である．このように数理モデルによる市場ダ
イナミクス分析はパラメータの変化に対して市場全体でどのような変化が生じるのか
を説明することが可能である．ただし，数理モデルによる市場ダイナミクス分析は不確
実性を含む経済主体の意思決定の影響や消費者や企業といった経済主体間の相互作用
から生じる創発現象を捉えることはできない． 
一方で，“ユーザーイノベーション現象の問題”に関しては，この数年でイノベーシ
ョンを起こす消費者の存在が観測され始めたが（Shah, 2000; Franke and Shah, 2003; 
Lüthje, 2004; Lüthje et al, 2005），市場や技術変化に関する分析は一切行われていない．
そもそも，ユーザーイノベーションは企業製品のように市場における採用率などのマク
ロデータを得ることは困難なため，従来の事例研究による市場変化の説明や数理モデル
によるトップダウン型のモデル分析ではアプローチすることが不可能である． 
そこで，新製品普及に関する 2 つの典型問題に対しては前項で述べたエージェントベ
ースアプローチによる接近が期待される．本論文が対象とする問題にエージェントベー
スアプローチを適用する利点は，上述した従来アプローチが抱える問題を補完できる点
である．エージェントベースアプローチは，市場状況が変化した際にも経済主体の特性
および経済主体間の相互作用のモデル化が可能であれば適用できる．つまり，エージェ
ントベースアプローチを用いることで，経済主体レベルでの多様な市場状況の設定が可
能になり，数理モデルでは発現しなかった創発的な市場ダイナミクスを説明することが
できる． 
 
1.1.4 エージェントベースアプローチの方法論的課題 
 上述してきたように，本論文の新製品普及問題に対してはエージェントベースアプロ
ーチの適用が有効であると考えられる．しかし，これまでのエージェントベースアプロ
ーチは発展段階にあり，方法論的課題が指摘されてきた．エージェントベースアプロー
チには，領域知識の獲得，モデリング，実験設計，妥当性検証，パラメータ設定，分析
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といった多くの研究フェーズが存在し，それぞれにおいて分析者依存の方法が取られて
いる場面が多々見られる．近年では，これらの各フェーズにおける有効な方法が提案さ
れ始めているが，一連の研究プロセスとして体系づけられた方法論は存在していない．
その原因は，エージェントモデルには抽象度の非常に高いモデルや現実を表現したレプ
リカモデルなどの様々な記述が存在することにある． 
Gilbert（2007）はエージェントモデルを特定の現実社会における事象を表現せず，基
礎的な社会プロセスを示すためのアブストラクトモデル，特定の観測された事象との比
較を正確には出来ないが，質的な類似度を満たすことができるミドルレンジモデル，そ
して，モデル構成要素を現実社会と同様に表現するファクシミリモデルの 3 つに分類し
ている． 
 Shelling（1969）や Epstein and Axtell（1996)の分居モデルに代表されるアブストラク
トモデルは経済学研究の延長線上に位置づけられ，数理モデルでは解析困難な問題に対
する理論的な分析を行うことを目的とする．そのため，抽象度は非常に高く，現実のデ
ータを表現することを目的とはしていない．一方，ミドルレンジモデルやファクシミリ
モデルは社会・経済における現象説明や意思決定支援に用いられる．ミドルレンジモデ
ルは抽象度が比較的高いため，分析対象は特定市場や特定組織ではなく，1 つの問題ク
ラスを対象としている．ファクシミリモデルは特定市場や特定組織を分析対象としてお
り，モデル構築時に経験データ（Empirical Data）と接合することで，現実社会と同様の
表現によりモデル構成要素が記述されている． 
このように，各モデルクラスによって表現可能な範囲が定められているため，分析者
にとって重要なことは分析目的に従ってこれらのモデルクラスを使い分けることであ
る．従来のエージェントモデルを利用した研究の中には抽象度が高いモデルであるにも
関わらず，特定市場の振る舞いの予測を試みる研究も存在する．このような研究では，
分析者の過度な解釈や過度なデータフィッティングが行われており，分析者以外の眼か
ら分析結果を見た際には，分析結果の評価において疑義を抱くことになる．つまり，モ
デルの妥当性検討や分析結果の評価方法は各モデルクラスに合わせて考えていく必要
がある． 
 また，North and Macal（2007）は，ファクシミリモデルは一度のモデリングにより構
築することは困難であると指摘している．その原因は，分析対象システムのレプリカに
近いエージェントベースモデルは，多数のモデル要素が含まれており，モデル化する要
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素の選択やモデル要素間の関係の記述において誤りが生じやすいためである．結果とし
て，ある特定市場や特定組織におけるマクロデータを説明することが可能であっても，
その特定市場や特定組織が直面している問題クラスの特性が説明できないという問題
がしばしば生じる．North and Macal（2007）は，まずはミドルレンジクラスのモデルを
構築することで問題クラスの特性を理解することから始め，徐々に抽象度を下げていく
必要があると述べている．これは，具体的な政策意思決定支援を行うためには複数の抽
象度のモデルを利用することでモデルの妥当性を高めるアプローチである．本論文では
これを「進化的モデリング」と呼ぶ．例えば，CD や DVD といった特定市場における
規格競争状況を分析するためには，まず規格競争という 1 つの問題クラスを対象とした
ミドルレンジモデルを作成し，従来の様々な規格競争で観測されてきた一定の市場特性
の説明を行う．その上で，CD や DVD 市場固有の特性を組み込んだファクシミリモデ
ルを作成する必要がある．しかし，この進化的モデリングの実施例はほとんど存在して
おらず，評価が困難なファクシミリモデルが多いのが現状である． 
 
1.2 本論文の目的 
 本論文では，1.1.1 項で提示した 2 つの新製品普及に関する典型問題において，経済
主体間の相互作用から生じる市場ダイナミクスの可能性を提示し，その可能性が現われ
るメカニズムを明らかにすることを目的とする． 
 本目的を達成する上で研究背景より以下の課題が挙げられる． 
・ 従来のエージェントベースアプローチにおいて体系だった研究方法論が存在しない 
・ 従来の市場システムを対象としたエージェントベースモデルは技術変化もしくは消
費者行動変化の一方のみを扱っている 
・ 特定市場における具体的な政策意思決定支援のためのモデル構築の実施例が存在し
ない 
これらの課題を解決し，研究目的を達成するために，以下の 1.2.1 から 1.2.4 までの 4 つ
の副次的目的を掲げる． 
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1.2.1 エージェントベース社会シミュレーションの方法論の整理 
 本論文では，エージェントベースアプローチのうち，特に社会システムにおける意思
決定主体間の相互作用を扱うエージェントベース社会シミュレーションを用いる．エー
ジェントベースアプローチに関する方法論的課題に関する研究は数多く行われてきて
おり（大堀，2008; 大堀・高橋，2008; 小山，2008; 高橋，2008a, 2008b；後藤・高橋，
2009; Leombruni et al., 2006; Bianchi et al., 2007; Fagiolo et al., 2007; Gilber, 2007; North and 
Macal, 2007），エージェントモデリング，妥当性検証，シミュレーション分析などの異
なる部分についての有効な方法が提案されてきた．しかし，エージェントベース社会シ
ミュレーションの一連の研究プロセスとしてこれらの方法は接合されていない．そこで，
本論文ではモデルクラスに焦点を当て，エージェントベース社会シミュレーションの方
法論の整理を行い，本論文における研究プロセスを明確にする． 
 
1.2.2 2つの典型問題を扱うためのフレームワークの構築 
1.1.2 項で示したように，従来研究においても市場ダイナミクス分析を行っているエ
ージェントベースモデルは存在するが，企業行動，もしくは消費者行動の一方のみのモ
デル化に留まっていた．また，各研究において個別のモデルが構築されており，どのよ
うなモデル表現が有用なのかは明らかにされていないという問題もある． 
本論文で扱う新製品普及に関する 2 つの典型問題の本質的な分析のためには，共通し
て企業の新製品の開発活動と消費者の製品選択行動の相互作用を考慮し，市場において
企業の技術や製品が淘汰・選択されていく過程を表現することが可能なモデルを構築す
る必要がある．そこで，最初から各問題に対する個別のモデルを作るのではなく，まず
は 1 つのフレームワークを構築する． 
Rohlfs（2001）は，新製品普及の問題における企業と消費者の相互作用は主として企
業の持つ技術と消費者選好の共進化の問題として扱っている．また，Ida（2003）は企
業の製品品質と消費者選好の共進化プロセスはランナウェイ効果と呼ばれる自然淘汰
のプロセスに類似していると述べている．これらの研究では，新製品や新規格の普及の
ためには企業技術と消費者選好のどちらの進化が先かということではなく，共に進化し
ていく必要があることを示している．また，Tidd and Bodley（2002）は，技術の新規性
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と市場の新規性の軸から市場における企業が取るべきアプローチを分類しており，技術
および市場共に新規性が高い場合には複雑性を扱う必要があるとし，共進化を考えたア
プローチが必要であると述べている． 
以上より，本論文では，新製品普及の市場ダイナミクスを分析するために，消費者間，
企業間そして消費者‐企業間の相互作用が本質的に考慮された企業技術と消費者選好
の共進化プロセスが分析可能なフレームワーク（CAMCaT: Coevolutionary Agent-based 
Model for Consumers and Technologies）を構築する．このフレームワークは企業・規格間
競争状況下におけるイノベーションマネジメント関連の問題群を分析対象とする．また，
フレームワーク構築にあたっては，各経済主体の行動を技術経営や消費者行動論などの
理論研究を利用して記述する． 
 
1.2.3 2つの典型問題における新製品普及に関する現象説明と政策効果の分析 
CAMCaT フレームワークは企業技術と消費者選好の共進化プロセスの分析が可能で
あるが，本論文で扱う 2 つの典型問題を分析するために直接使用することはできない．
そこで，CAMCaT フレームワークのコンポーネントを利用し，各問題における市場ダ
イナミクスを提示するためのモデルを構築する．ここで構築するモデルの分析対象は特
定市場ではなく，標準化問題やユーザーイノベーション現象の問題という典型問題を扱
うため，ミドルレンジクラスの比較的抽象度の高いモデルを構築する．構築したモデル
により，各典型問題における現象を説明し，さらには，政策（戦略）決定者が考えうる
政策（戦略）代替案がもたらす市場ダイナミクスを分析する． 
 
1.2.4 特定市場における新製品普及のための企業戦略の分析 
ミドルレンジモデルによる分析結果は市場システムの特性を理解し，市場の現象説明
には有効である．しかし，特定市場における企業のマネージャーはミドルレンジモデル
のみでは必ずしも自身の置かれている市場環境に対応づけた具体的な政策（戦略）効果
の分析を行うことができない．そこで，本論文ではミドルレンジモデルの分析の後，特
定市場を対象とした新製品普及に関する市場ダイナミクス分析を行う． 
“標準化問題”を有する特定市場の分析のためには，企業の保有技術などのエージェ
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ント設計のためのデータ取得が必要であるが，現段階ではそのデータ取得が困難である．
そこで，本論文では“ユーザーイノベーション現象の問題”に焦点を当て，特定市場に
おける消費者や企業への精緻な実証的調査を行い，その調査結果を基にファクシミリモ
デルを構築する．  
対象とする特定市場は過去にユーザーイノベーションが多く観測されているアウト
ドア製品市場（Shah, 2000; Franke and Shah, 2003; Lüthje, 2004; Lüthje et al., 2005）の中か
ら日本のマウンテンバイク（以下，MTB）製品市場を取り上げる．日本の MTB 製品市
場を分析するために，まず市場における消費者や企業への面接調査を通して，モデル要
素を同定する．その上で，質問紙調査を行うことで，シミュレーション可能な消費者エ
ージェントのモデルを作成する．このモデルを用いてシミュレーションを行うことで，
MTB 製品市場固有の特性に依拠した納得性の高い市場ダイナミクスを提示する． 
 
 
1.3 本論文の構成 
 本論文は 7 章から構成される．各章間の関連は図 1.3 の通りである． 
2 章では，エージェントベース社会シミュレーションの方法論として，モデリング方
法，妥当性評価方法，シナリオ分析手法について説明を行い，本論文で用いる研究プロ
セスを明確にする．4 章以降の分析は，この方法論に従って実施される． 
 3 章では，4，5 章の 2 つの典型問題の分析のためのモデルを構築する際に使用する
企業技術と消費者選好の共進化プロセスに関するフレームワーク (CAMCaT: 
Coevolutionary Agent-based Model for Consumers and Technologies）を提案する．CAMCaT
フレームワークはエージェントベースアプローチを用いて設計されており，企業や消費
者の進化的学習プロセスには遺伝的アルゴリズム（GAs：Genetic Algorithms）が用いら
れる． 
4 章では，CAMCaT フレームワークのコンポーネントを利用して，規格競争状況を表
現するための比較的抽象度の高いモデルを構築する．このモデルを用いて，規格競争状
況下における標準決定方法に関する市場ダイナミクスの分析を行う．提示される市場ダ
イナミクスはシナリオに依存して複数生じ，その中のいくつかのシナリオは現実市場に
おける過去の規格競争状況の特性を反映している． 
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5 章では，4 章同様に CAMCaT フレームワークを使用して“ユーザーイノベーション
現象の問題”を分析するためのモデルを構築する．ユーザーイノベーション現象に関し
ては現実市場において市場ダイナミクスに関するマクロデータを取得することは不可
能であるため，シミュレーションで提示された結果の是非の判定が困難である．そこで，
従来のイノベーション研究に依拠したユーザーイノベーションの市場ダイナミクスに
関する仮説を複数提示し，提案モデルを用いたシミュレーション結果がこれらの仮説を
支持するのかを確認する．つまり，5 章のシミュレーションは 4 章とは異なり，ユーザ
ーイノベーションが市場に与える影響に関する仮説を提示することが目的である． 
6 章では，特定の分析対象市場として日本の MTB 製品市場を取り上げ，精緻な実証
的調査を通してモデル構造を決定し，パラメータ設定を行う．その上で，MTB 製品市
場におけるユーザーイノベーションを活用した製品普及戦略に関する市場ダイナミク
ス分析を行う．5,6 章はユーザーイノベーション現象という 1 つの新製品普及に関する
典型問題に対して，抽象度の高いモデルを用いた分析から特定市場を表現したファクシ
ミリモデルを用いた分析へと徐々に接近する進化的モデリング（North and Macal, 2007）
の好例を示すものである． 
7 章では，結論として，本論文のまとめと今後の課題を示す． 
 
図 1.3 本論文の構成 
2章．本論文で使用する方法論の説明
3章．CAMCaTフレームワークの構築
5章．ユーザーイノベーション現象の分析4章．標準化問題の分析
6章．MTB製品市場における
ユーザーイノベーション現象の分析
フレームワークを利用してモデル構築
経験データと接合した
モデルへ発展させる
ミドルレンジモデルを用いた典型問題の分析
ファクシミリモデルを用いた特定市場の分析
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第2章 エージェントベース社会シミュレーション 
2.1 本章の背景と目的 
エージェントベース社会シミュレーションは，複雑性を有する社会システムにおける
意思決定主体間の相互作用を扱い，意思決定やシステム設計を支援する研究である．こ
れは，還元主義に基づくトップダウン型のモデル設計では解析困難な複雑系の問題にお
いて用いられるマルチエージェントシミュレーションとは区別される．エージェントベ
ース社会シミュレーション研究は図 2.1 のように多くのフェーズから構成され，実験設
計/コーディングを除く全てのフェーズにおいて，様々な領域知識を使用して研究が進
められる． 
 
図 2.1 エージェントベース社会シミュレーションの研究プロセス 
1.1.4 項で述べたように，従来のエージェントベース社会シミュレーションに関する
研究では，分析者に依存したモデリングや分析・評価が行われてきており，多くの方法
論的課題が存在していた．しかし，近年のエージェントベース社会シミュレーションに
関する研究では図 2.1 の各フェーズにおける有効な方法が提案されており，研究者間で
も合意が得られつつある．ただし，方法論としての確立はされておらず，本論文の研究
指針を明確にするためには，エージェントベース社会シミュレーションの一連の研究プ
モデリング（2.1節）
内的妥当性の確認（2.2節）
外的妥当性の確認（2.2節）
シナリオ設定（2.3節）
シナリオ分析（2.3節）
領域知識
事例/理論研究
従来モデルの知見
スタイライズドファクト
調査データ
実験設計/コーディング
P1）領域知識の獲得
P2）
P3）
P4）
P6）
P7）
P8）
パラメータ調整P5）
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ロセスの整理を行う必要がある． 
以下では，モデリング（2.2），妥当性検証方法（2.3），シナリオ分析手法（2.4）の 3
つの方法について説明を行い，2.5 節で 4 章以降の分析において実施される研究プロセ
スについて説明を行う． 
 
 
2.2 モデリング 
 これまでのエージェントモデルは，セル型シミュレーションのようにエージェントの意思決
定ルールが単純なモデルや，学習や進化の概念を取り入れた複雑なエージェント間の相互
作用を扱ったモデルも存在する．そのため，1 つの視点からモデル評価を行うことが困難であ
り，どのようなモデリング方法が良いのかを判断する基準は明確にされてこなかった． 
そこで，エージェントモデルを分類して評価する必要がある．小山（2008）は，エージェン
トベース社会シミュレーション研究におけるモデリング方法を抽象的な表現を行う理
念型と現実的な表現を行うレプリカという 2 つの世代に分類している．また，同様の議
論として，Gilbert（2007）はエージェントベースモデルを以下のように 3 つのモデルク
ラスに分類している． 
・ アブストラクトモデル：基礎的な社会プロセスを示し，数理モデルでは接近が困難
な問題に対する理論提供を行う 
・ ミドルレンジモデル：観測事象との質的な類似度を満たし，現象の理解・説明を行
う 
・ ファクシミリモデル：モデル構成要素を現実社会と同様に表現し，具体的な政策意
思決定支援を行う 
大堀・高橋（2008）は，分析者は分析目的や表現したい振る舞いに依存して，モデル
の抽象度を決定し，その抽象度の下でモデルを評価する必要があると指摘している．こ
のように，抽象度によりモデルを分類することで，モデリング指針が明確になる．本論
文ではこのモデルの抽象度を「モデル解像度」と呼ぶ． 
 本論文で扱うモデルはミドルレンジモデルとファクシミリモデルである．ミドルレン
ジモデルを構築する際には，分析者が注目点（focal points）を設定し，モデル構成要素
を同定するため，現実の経験データとの接合は行わない．一方，ファクシミリモデルは
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分析対象の精緻な調査を行い，そこから得られた経験データを用いてモデル要素および
パラメータ値を同定する． 
近年では，特定の対象システムにおけるマネージャーやデザイナーなどの意思決定者
を支援するためにファクシミリモデルの構築を目指す研究が増えてきている．しかし，
ミドルレンジモデルによる分析対象システムの特性理解を行わず，最初からファクシミ
リモデルを構築すると分析対象システムが有する特性を反映できないモデル構造が生
まれることがしばしば生じる．そのため，North and Macal（2007）は，ミドルレンジモ
デルからファクシミリモデルへと徐々に解像度を上げていく「進化的モデリング」が重
要であると指摘している． 
以上のように，本論文においても分析目的に依存してモデル解像度を決定する．また，
ファクシミリモデルへの接近が可能な分析対象に対しては進化的モデリングを用いて
徐々に解像度を上げていくプロセスをとる．  
 
 
2.3 妥当性検証方法 
 これまでのエージェントベース社会シミュレーションの方法論的課題において最も
大きな議論の対象となっているのはモデルの妥当性検証方法である．前節で説明したよ
うに，エージェントモデルの解像度は分析目的によって異なるため，妥当性検証の方法
についてもモデルの解像度を考慮して行う必要がある．高橋（2008a）は，エージェン
トベースモデルの妥当性を外的妥当性と内的妥当性の 2 つに分類している．エージェン
トベース社会シミュレーションにおける外的妥当性は，シミュレーション結果と分析対
象システムにおいて明らかになっている事実との整合性を確認することで確保される．
一方，内的妥当性とは，シミュレーション結果とは関係なく，モデルが正しく構築され
ているのかを判断することで確保される妥当性である．  
表 2.1 は従来の妥当性検証に関する研究（Fagiolo et al., 2007; Leombruni et al., 2006; 
Bianchi et al., 2007）から，ミドルレンジモデルとファクシミリモデルの外的妥当性と内
的妥当性を確保する方法を整理したものである．以下では，市場システムを対象とした
場合の妥当性検証方法について説明を行う． 
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表 2.1 妥当性検証方法 
 
 ミドルレンジモデルを用いた研究は，現実市場における 1 つの典型問題を分析対象と
するため，特定市場の経験データを用いた分析を行わない．そこで，消費者や企業とい
ったエージェントとして設計される経済主体の行動モデルが従来の理論研究に基づい
て構築されているか，もしくは現実市場の経済主体に関する事例調査を通して得られた
定性的特徴を満たしているのかを確認することで内的妥当性を確保する．一方，外的妥
当性はスタイライズドファクトとの整合性により判断を行う．スタイライズドファクト
は，対象となる典型問題に直面する現実市場を複数調査し，それらの市場で共通する特
徴から導出される．ミドルレンジモデルは分析者の注目点からモデル設計が行われてい
るため，内的妥当性のみでは客観的な妥当性の判断が難しい．そのため，外的妥当性が
重視される． 
 ファクシミリモデルは現実の特定市場を対象とした分析を行うため，実証的調査を通
して得られた経験データと接合したモデル構築が行われる．そのため，ファクシミリモ
デルでは内的妥当性に重点が置かれる．内的妥当性を確保するプロセスは主に 2段階で
行われる．まず，モデル化の対象となる消費者や企業などの経済主体に対して面接調査
や行動観察を行うことでモデル要素およびモデル構造に関する定性的特徴を抽出する．
その後，質問紙調査などを用いて経済主体の定量的特徴を抽出し，モデルパラメータ値
として設定する．一方で外的妥当性の検証はミドルレンジモデルの知見やステークホル
ダーの有するシステムの振る舞いに関する知識によって判断される．ここで，注意すべ
きことは，現実市場におけるマクロデータとの整合により妥当性を主張しないことであ
る．従来のエージェントモデルでは市場シェアなどのマクロデータへの適合により妥当
なモデルを主張してきたが，エージェント社会シミュレーションにおいては毎試行結果
が異なるため，一回の適合はほとんど意味を持たない．重要なことは，ファクシミリモ
デルによって示された対象システムの振る舞いが特定市場における市場設計者や企業
マネージャーが自身の環境と対応付けてシミュレーション結果を解釈できるのかを判
断することにある． 
本論文では，4,5,6 章のそれぞれの分析において異なる妥当性検証方法を用いる．4,5
モデル解像度
ミドルレンジモデル
理論研究や事例研究における
定性的特徴
定型化事実（スタイライズドファクト）
との整合性
ファクシミリモデル
実証的調査によって得られた
定量的特徴
従来モデルの知見との整合
ステークホルダーの知識との整合
内的妥当性 外的妥当性
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章では共通して 3 章で提示する CAMCaT フレームワークを基に各問題を分析するため
のミドルレンジクラスのモデルを構築する．この CAMCaT フレームワークは技術経営
や消費者行動論などの理論研究に基づいて消費者行動と企業行動を規定しているため，
4,5 章のモデルは内的妥当性が確保されている．このように，フレームワークを構築す
ることは妥当性確保のためにも有効である． 
4 章の外的妥当性は，標準化問題を考える上で重要な企業技術と消費者選好の共進化
プロセスに関するスタイライズドファクトをシミュレーションにより説明し，さらに，
いくつかのシミュレーション結果が現実の標準化プロセスの説明が可能であることを
確認することで外的妥当性を確保する． 
一方，5 章のユーザーイノベーション現象の問題に関しては，問題固有のスタイライ
ズドファクトや整合させるための知見が存在していない．そこで，ユーザーイノベーシ
ョン現象が生じる現実市場においても確認されている 4 章で使用したスタイライズド
ファクトを再現することにより外的妥当性を確認する．また，5 章のモデルは CAMCaT
フレームワークには含まれていないモデル要素を有するため，ユーザーイノベーション
現象が生じる市場における複数の消費者行動に関する事例研究の知見から，消費者エー
ジェント間の相互作用や行動モデルを規定し，内的妥当性を確保する． 
6章のモデルは経験データを用いて構築されるファクシミリクラスのモデルであるた
め，分析対象である MTB 製品市場の消費者や企業に対する精緻な調査を通して，モデ
ル要素およびモデルパラメータを決定し，内的妥当性を確保する． 
 
 
2.4 シナリオ分析手法 
 本節では，エージェントベース社会シミュレーションで用いられる分析手法であるシ
ナリオ分析手法について説明を行う．エージェントベース社会シミュレーションは複雑
性や不確実性を含むシミュレーションであるため，同じパラメータ設定であっても試行
ごとに結果が異なる．これは，シミュレーション開始時に生成される乱数シードが異な
ることに起因している． 
そのため，エージェントベース社会シミュレーションの結果のロバスト性が不足して
いることを理解しているマネージャーは従来のエージェントベース社会シミュレーシ
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ョン研究で提示された結果を必ずしも納得して受け入れることはできなかった．また，
最近の研究（Zacharias et al., 2008）では，エージェントベース社会シミュレーションは
将来起こることを正確に予測するために用いるのではなく，可能性のある結果の集合を
提供するために用いることが重要であると指摘している．このシミュレーション結果の
提示方法の問題を解決可能な分析手法が高橋（2008b）による「シナリオ分析手法」で
ある．ここで，シナリオとは，分析対象システムの 1 つの状況と 1 つの政策の組み合わ
せを指す．シナリオ分析手法では，意思決定者が考えたい分析対象システムの状況シナ
リオおよび政策シナリオをそれぞれ複数用意する．ここで，m個の状況シナリオと n個
の政策シナリオが用意されると（m×n）個のシナリオが設定されることになる．その
後，各シナリオで数十試行のシミュレーションを行い，システムの変化の可能性を示し，
その可能性が現れるメカニズムを説明する．以下では，シナリオの設定方法（2.4.1），
シナリオ分析手法で主として用いられる 2 つの視点からの結果提示方法（2.4.2, 2.4.3）
について述べる． 
 
2.4.1 シナリオの設定 
 シナリオは，状況シナリオと政策（戦略）シナリオから構成される．状況シナリオは
モデルに含まれる状況変数の組み合わせとして決定される．市場システムを対象とした
エージェントベース社会シミュレーションにおいては，状況変数は市場における製品種
類数や製品属性数，規格数，情報伝播速度などが考えられる．これらはモデル要素とし
て記述されるものであり，状況変数の変数値の組み合わせにより状況シナリオが生成さ
れる． 
一方で，政策（戦略）シナリオは，標準決定方針や製品開発戦略などが考えられる．
一般的に政策（戦略）シナリオはモデル要素としては記述されず，分析者が行いたい政
策（戦略）を自然言語により記述し，それを表現する形でシミュレーション実行時にモ
デルを操作する． 
つまり，表現したい市場特性を決定するのが状況シナリオであり，その特性の基に，
市場変化への影響を与えるものが政策（戦略）シナリオである． 
 シナリオ変数は分析対象問題で考慮される変数を選択するが，現実市場を想定し可能
性のある全ての変数を使用すると膨大なシナリオ数となってしまうため，優先順位をつ
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けて複数の変数を選択する．状況変数は対象問題をモデル化した際にすでにモデルに含
まれているため，その変数値を変化させた際にシステムの振る舞いの特性を強く変化さ
せる変数を選択することが望ましい． 
 シナリオ変数が決まった後はシナリオ変数値を決定する必要がある．例えば，製品属
性数を状況変数とした場合には，具体的な属性の数がその変数値となる．分析対象が特
定市場ではない場合には属性数が 1,2,…と多くの値が候補に挙がる．しかし，これらの
全ての属性数をシナリオ変数値として考えると膨大な状況シナリオが生まれてしまい，
提示された結果から政策効果の影響を捉えることが困難になる．そこで，シナリオ変数
値はあらかじめ感度分析を行い，異なるシステムの振る舞いの特性が生じるいくつかの
変数値を選択する．例えば，属性数が 1 から 3 までの場合と 4以上の場合では大きく振
る舞いが異なるのであれば属性数のシナリオ変数値は 1 から 3 の中から 1 つ，4以上か
ら 1 つ選択する． 
 全てのシナリオ変数と変数値が決定した後，状況シナリオの解釈を行う．ファクシミ
リモデルを用いた際にはモデル要素が現実と対応しているため，シナリオ解釈が容易で
あるが，ミドルレンジモデルを用いた場合には抽象度が高いため現実との直接的な対応
は困難である．そのため，ミドルレンジモデルにおけるシナリオの解釈は変数値の大小
により説明を行う．製品属性値を例に考えると，属性数が少ない場合と属性数が多い場
合という簡単な解釈を与える． 
 以上のように，シナリオ変数およびシナリオ変数値の設定は実際の分析を行う前に複
数の可能性のあるシナリオ変数とシナリオ変数値を全て用いて感度分析を行い，その後
解釈を行うというプロセスを経て決定する． 
 
2.4.2 マクロ視点からのシステムの変化傾向の提示 
シミュレーションは各シナリオにおいて数十回の試行を行い，全ての結果を用いてシ
ステムの振る舞いの傾向を提示する．後藤・高橋（2009）はこの傾向提示の 1 つの方法
として「可能性のランドスケープ分析」を提案している（図 2.2）． 
 可能性のランドスケープ分析は，対象システムの振る舞いの可能性を 2 つの視点か
ら捉える．1 つ目は各シナリオにおける全結果（可能性の束）から最高の可能性，最低
の可能性，実現する可能性の幅などを理解する．2 つ目はシナリオ間の可能性の束の比
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較を行うことで，対象システムの異なる状況や施行政策を相対的に評価する．このとき
の比較の観点は，可能性の束の平均値や最高値，最低値，分散の大きさなどが考えられ
る．このように，エージェントベース社会シミュレーションでは，1 つの結果を提示す
るのではなく，全ての結果を提示することでロバスト性が不足しているという問題を解
決する． 
 
図 2.2 可能性のランドスケープ 
 
2.4.3ミクロ視点からの可能性の原因分析 
次に，マクロ視点の分析により得られた可能性が発現した原因をエージェントの内部
モデルの観測を行うことで調査する．ここで，内部モデルとはエージェントが自身もし
くは周囲の状況を内在化したモデルであり，それらの状況を表現した複数のパラメータ
から構成される．内部モデルはエージェントが行動する際のルールを表しており，エー
ジェント間の相互作用を通した学習により内部モデルのパラメータは変化していく．従
来のエージェントベース社会シミュレーション研究では，マクロ視点の分析結果のみが
提示され，過度な結果解釈が行われている研究が多々見られる．そのため，実際のエー
ジェントの内部モデルのパラメータ変化を結果として提示し，マクロ視点の分析結果が
生じた原因を説明する必要がある（大堀，2008）． 
Ohori and Takahashi（2010a）は，内部モデル観測によるマクロ視点の分析により得ら
れた可能性の原因分析を「ミクロダイナミクス分析（Micro dynamics analysis）」と呼ん
でいる（図 2.3）． 
シナリオ番号
評
価
指
標
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図 2.3 ミクロダイナミクス分析 
ミクロダイナミクス分析は，特徴的なシナリオに注目し，そのシナリオにおける最大
の可能性や最低の可能性などの試行を選択して，その結果が生まれる過程をエージェン
トの内部モデルパラメータの動的な変化（ミクロダイナミクス）から説明を行う．この
分析を通じて，分析者の過度な解釈を入れることなく，対象システムの振る舞いの傾向
を説明することができる． 
 
 
2.5 本論文における研究プロセス 
本論文では 4,5,6 章の各分析を図 2.1 に示したエージェントベース社会シミュレーシ
ョンの研究プロセスに準じて行う．ただし，各問題で異なる解像度のモデルを使用する
ため，各章でのモデリング方法，妥当性検証方法は異なる．以下では，本論文で扱うミ
ドルレンジモデルとファクシミリモデルの研究プロセスを図 2.1 の各フェーズに対応さ
せて説明する． 
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2.5.1ミドルレンジモデル（4,5章） 
フェーズ 1：領域知識の獲得（スタイライズドファクトの抽出） 
分析対象の典型問題における複数の事例研究に共通する特徴（理念型）を，フェーズ 6
の外的妥当性の確認で用いられるスタイライズドファクトとして抽出する． 
フェーズ 2,3：モデリング／内的妥当性の確認 
理論研究から構築されている CAMCaT フレームワークに基づいてモデルを構築し，内
的妥当性を確保する． 
フェーズ 4：実験計画/コーディング  
次フェーズ以降のパラメータ調整からシナリオ分析までの一連の実験手順を計画した
上でコーディングを行い，構築したモデルが意図通り動くか（正当性）を確認する． 
フェーズ 5,6：パラメータ調整/外的妥当性の確認 
シミュレーションで使用するパラメータ値を調整し，フェーズ 1 で抽出したスタイライ
ズドファクトが説明可能であることを確認する． 
フェーズ 7：シナリオ設定 
2.4.1 項で述べた方法を用いてシナリオ変数および変数値を決定し，シナリオを設定す
る． 
フェーズ 8：シナリオ分析 
全てのシナリオを用いてシミュレーションを行い，市場変化の可能性を提示し，その可
能性が発現したメカニズムをミクロダイナミクス分析により明らかにする． 
 4,5 章における各問題の分析ではミドルレンジモデルを用いているため，上記のプロ
セスに従って分析を実施する．ただし，5章のユーザーイノベーション現象の分析では，
2.3 節で述べたように，問題固有のスタイライズドファクトが存在していないため，4
章と同じスタイライズドファクトを使用する．  
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2.5.2 ファクシミリモデル（6章） 
フェーズ 1：領域知識の獲得（エージェント特性の抽出） 
分析対象の特定市場における意思決定主体（エージェント）の特徴を実証的調査により
抽出する． 
フェーズ 2,3：モデリング／内的妥当性の確認 
抽出した特徴を用いてミドルレンジモデルよりも解像度の高いモデルを作成する．その
後，調査によって得られたエージェントの行動に関する経験データを用いてパラメータ
値を同定し，内的妥当性を確保する． 
フェーズ 4：実験計画/コーディング  
次フェーズ以降のパラメータ調整からシナリオ分析までの一連の実験手順を計画した
上でコーディングを行い，構築したモデルが意図通り動くか（正当性）を確認する． 
フェーズ 5,6：パラメータ調整/外的妥当性の確認 
フェーズ 2,3 で同定が困難であったパラメータ値を調査によって得られたマクロデータ
に整合するようにパラメータ値を決定する．その後，5 章におけるミドルレンジモデル
の振る舞いとの整合性を判断する． 
フェーズ 7：シナリオ設定 
2.4.1 項で述べた方法を用いてシナリオ変数および変数値を決定し，シナリオを設定す
る． 
フェーズ 8：シナリオ分析 
全てのシナリオを用いてシミュレーションを行い，市場変化の可能性を提示し，その可
能性が発現したメカニズムをミクロダイナミクス分析により明らかにする． 
 6 章の MTB 製品市場におけるユーザーイノベーション現象の分析では，消費者や企
業に対して精緻な実証的調査を行い，領域知識を獲得する．得られた特徴を用いてエー
ジェントを設計し，内的妥当性を確保する．最後にシナリオ分析を行い，ユーザーイノ
ベーション現象が MTB 製品市場に与える影響を考察する． 
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2.6 本章のまとめ 
 本章では，エージェントベース社会シミュレーションの方法論について，モデリング，
妥当性検証，シナリオ分析という 3 つの方法を中心に説明を行い，研究プロセスの整理
を行った．これまでは，分析者に依存した研究プロセスが取られてきたが，モデルクラ
ス概念を取り入れることによって，このような整理が可能になった． 
2.5節では，整理を行った研究プロセスと本論文における問題分析との対応付けを行
うことで領域知識の獲得からシナリオ分析までの方針を明確にした．4 章以降の問題分
析においては本章で提示した研究プロセスに従って分析を進める． 
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第3章 CAMCaT フレームワーク 
3.1 本章の背景と目的 
1.1.2 項で示したように，市場システムに関する問題へのエージェントベースアプロ
ーチ研究は複数存在している．しかし，本論文で扱う 2 つの新製品普及に関する典型問
題においては，共に企業技術と消費者選好の共進化プロセスを捉えることが本質的な分
析となる．そのため，従来研究のモデルのように技術変化，もしくは消費者選好の進化
の一方のみのモデル化では不十分である．さらに，従来研究のモデルは同じ問題クラス
に対しても分析ごとに異なる特性を持つモデルにより分析が行われる．そのため，共通
の視点でモデル評価を行うことが困難である．そこで，本論文では 4，5 章で扱う各問
題に対して個別のモデルを 1 から作るのではなく，1 つのフレームワークを用いて，そ
れを基にモデル構築を行う． 
本章では，著者ら（Takahashi and Ohori, 2005）によって提案された消費者間，企業間，
消費者‐企業間の相互作用が本質的に考慮された CAMCaT (Coevolutionary Agent-based 
Model for Consumers and Technologies)フレームワーク（図 3.1）について説明する．  
 
図 3.1 CAMCaTフレームワーク 
CAMCaT フレームワークは，企業集団（Firm population），消費者集団（Consumer 
population），製品空間（Product space）から構成され，企業技術と消費者選好は製品空
間を介して互いに影響を及ぼしあい，共進化する．各集団における選好や技術の進化は
学習アルゴリズムにより実現されるため，本論文ではこの進化を進化的学習
（Evolutionary learning）と呼ぶ．従来のエージェントの学習記述には強化学習(Sutton and 
Consumer population Firm population
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Interaction
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evaluation
Genetic 
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Barto, 1998)やニューラルネットワーク(Dayhoff, 1989) (Wasserman, 1989)などのいくつか
のアルゴリズムが用いられているが，CAMCaT フレームワークでは遺伝的アルゴリズ
ム（GAs: Genetic Algorithms）（Holland, 1975)（Goldberg, 1989）を用いる．その理由は，
これまで GAs のプロセスを消費者行動や企業行動に対応付けたモデルがいくつか存在
しているためである．Cartier（2004）は企業のイノベーションプロセスと GAs プロセス
を対応付け企業モデルを構築した．また，Takahashi（2004）は消費者選好の進化を GAs
により表現し，その進化過程を分析している．GAs を用いた環境適応の概念は社会・経
済などの多様なシステムに用いられており，本論文で対象とする市場システムにおける
企業技術と消費者選好の共進化モデルにも利用できる可能性が高い．本論文では，選択
（Selection）,交叉（Crossover），突然変異（Mutation）といった遺伝的操作を企業技術
の進化と消費者選好の進化の観点からそれぞれ解釈する．選択は市場において企業技術
や消費者選好の多様度を下げ，交叉と突然変異はこれらの多様度を増加させる役割を果
たす．これらの遺伝的操作を繰り返すことで，多様な市場ダイナミクスを表現すること
が可能になる． 
このように，CAMCaT フレームワークは消費者集団と企業集団が互いに環境として
認識しており，環境が常に変化するため，必ずしも一定期間内に収束するとは限らない．
そのため，CAMCaT フレームワークを使用する際には，シミュレーション期間が終了
した時点の結果よりも，その結果が生じたプロセスを捉えることが本質的な分析となる． 
CAMCaT フレームワークを用いた研究としては，デファクト競争の市場状況下にお
けるロックインメカニズムの分析（高橋・大堀，2005），デファクト競争下の標準化問
題に関する市場デザイン分析（高橋・大堀, 2006b, 2008; Ohori and Takahashi, 2009, 2010a），
ユーザーイノベーションが市場に与える影響の分析（高橋・大堀, 2006a, 2007; Ohori and 
Takahashi, 2007b, 2008, 2010b, 2010c），イノベーションのジレンマの生じるメカニズムの
分析（大堀他, 2007），企業の特許戦略選択のための意思決定分析（武富他 2008）と多
くの分析が行われており，企業の技術革新およびイノベーションマネジメントに関連す
る問題に対して適用が可能であるといえる． 
以下では CAMCaT フレームワークの構成要素である企業エージェントおよび消費者
エージェントの有する内部モデルと行動モデルの概要を説明する．これらのフレームワ
ークのコンポーネントは，技術経営（藤松, 2004; Tidd et al., 2005）や消費者行動論（片
平, 1987; Howard and Sheth, 1969; Bettman, 1979）などの理論研究の知見に基づいて抽出
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されている． 
 
 
3.2 企業集団 
企業集団には複数の企業エージェントが存在する．各企業は自社の技術を基に製品空
間に製品を投入し，製品空間における消費者の製品選択状況，他企業の企業活動を環境
として認識し，技術獲得戦略・技術開発を行う．企業の現実の製品開発を考えると，製
品イノベーションは複数の技術革新プロセスの結果として実現されている(Thircky et al 
2005)．また，新製品技術コンセプトを策定する際には，開発する製品の特性によって
異なったツールを組み合わせて用いられる(Tidd and Bodley, 2002)．しかし，本フレーム
ワークにおける企業モデルは企業のイノベーションプロセスを説明するためのもので
はないため，これらのプロセスを詳細に記述しない．ただし，技術経営で述べられてい
るように，技術コンセプト決定の際には企業はマーケットプルの戦略を用いるという仮
定は表現する． 
 
1) 内部モデル 
内部モデルは「経営戦略」，「技術戦略」，「保有技術」という 3 つの染色体から構成さ
れる．経営戦略と技術戦略は自社のコアコンピタンスやコアテクノロジーを柱とする事
業活動の展望を示し，独自の価値あるポジションを確立するために用いられる．保有技
術は自社の現状での有している特許や設備などの開発力を表す染色体であり，製品化す
る際に用いられる．各染色体の遺伝子数は各実験での問題設定に依存して決定される． 
 
2) 製品開発，製品投入 
各企業は保有技術に基づいて製品開発を行い，経営戦略に基づく製品投入ルールに従
って製品を投入する．製品投入の意思決定は経営戦略の染色体に依存しており，新製品
を頻繁に投入する企業やほとんど新製品の投入を行わず技術獲得のみを行う企業が存
在する．製品を投入しない企業も技術提供の企業として市場ダイナミクスに影響を与え
る重要な要素となる場合があり，分析対象問題に依存してこのような技術提供企業を生
成する． 
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保有技術は企業が投入する製品属性を決定する．複数の技術属性の組み合わせで製品
属性が決定される場合や技術属性と製品属性が 1対 1対応している場合など，対象とす
る市場や分析目的を考慮して設定する必要がある．また，本フレームワークでは，投入
する製品の種類のみを考慮し，製品の数量については考慮されない．これは本フレーム
ワークが企業技術と消費者選好の染色体の進化過程を分析・考察するために構築された
ものであり，生産コストなどに関わる問題を扱うことを目的としないためである． 
 
3) 自社評価 
各企業は製品投入の後，市場競争の中で自社技術が生き残る可能性を自ら評価する．
評価の際には，消費者集団における自社製品の選択状況や技術戦略と保有技術の適合状
況などが考慮される． 
 
4) 技術獲得（ライセシング） 
各企業は自社評価の結果に基づいて，他企業の技術を獲得する．評価が高い企業は自
社技術が市場競争において生き残ると判断し，次期に自社技術をそのまま持ち越す．一
方，評価が低い企業は自社技術を利用して開発を続けても競争に勝つことができないと
判断し，評価が高い企業技術を獲得する．これを実現するために選択の遺伝的操作を用
いる．ただし，淘汰されるのは技術戦略や保有技術であって，企業自体ではないため，
経営戦略を除く染色体のみが部分的に選択の対象となる． 
 
5) 技術獲得（クロスライセンス・R&D） 
企業は技術を一方的に獲得するだけでなく，他企業と共同開発を行う場合や独自に技
術開発を行う場合がある．本フレームワークでは異なる技術を保有している企業間でそ
れぞれの企業が保有する技術を相互に使用可能にするクロスライセンス，一企業での研
究開発により新たな技術を生み出す R&D を行うとする．これを実現する遺伝的操作は，
交叉，突然変異である．4)と同様に遺伝的操作の対象は技術戦略および保有技術とする． 
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3.3 消費者集団 
 消費者集団には複数の消費者エージェントが存在する．各消費者は製品空間を環境と
して認識し，企業により投入された製品を選択し購入する．その後，消費者は企業の技
術進化により生み出された製品によって影響を受け，製品選択ルールである選好を進化
させる． 
 
1) 内部モデル 
消費者の内部モデルは「消費性向」「カットオフ値」「ウェイト」の 3 つの染色体から
構成される．これは消費者が製品選択活動を行う際の意思決定に用いられる．消費性向
はイノベーター理論（Rogers, 1962）におけるアーリーアダプター，ラガードなどの特
性を表現している．カットオフ値とウェイトは消費者の選好を表している．カットオフ
値は非補償型ルール（Blackwell et al, 2001）における各属性への要求水準を表している．
一方，ウェイトは消費者の製品属性に対する重みであり，効用最大化理論（McFadden, 
1974）を前提とした線形和の効用関数におけるパラメータを表している．つまり，カッ
トオフ値は説明変数が非補償型ルールに基づいていることを表現しており，ウェイトは
説明変数に対する重要度を表現している．例えば，製品選択の対象をメモリーカードと
すると，各製品属性に対するカットオフ値は消費者がメモリ，アクセス速度などの製品
属性に対してどの程度の水準を求めているかを表しているのに対し，ウェイトはこれら
の製品属性に対してどの程度の割合で重視して製品を判断するかを表現している． 
 
2) 製品評価・製品選択 
各消費者は自己の内部モデルに基づいて製品を評価する．自身の消費性向と選好に基
づいて製品に対する効用値を算出し，最大の効用値の製品を選択する．ただし，いずれ
かの製品属性がカットオフ値を下回った場合には，その製品は選択されない． 
 
3) 自己評価 
製品選択の後，各消費者は自己の内部モデルを評価する．消費者選好が進化する理由
は，評価対象の製品が増加することで認知能力が限界に達するためである（Payne et al., 
1993）．また，消費者の満足度は自身の製品選択結果により，バンドワゴンに乗ること
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ができたかによって判断される（Rohlfs, 2001）．そのため，各消費者は認知能力とバン
ドワゴン効果の観点から，製品選択後の自己評価を行う． 
 
4) バンドワゴン効果 
自己評価の後，評価が低い消費者は自ら認識を改め，内部モデルを修正する．これは
ネットワーク効果の一種であるバンドワゴン効果（Rohlfs 2001）が働いて，他の消費者
の認識を自ら模倣することを表現している．このときの遺伝的操作には選択を用いるが，
消費性向は消費者固有の性質のため，選好に関する染色体のみを選択の対象とする． 
 
5) 情報交換・情報収集 
消費者は染色体を修正し，製品選択ルールを進化させる．これは他の消費者との情報
交換や，雑誌や広告媒体などによる情報収集を表現している．このとき用いる遺伝的操
作は交叉・突然変異である．交叉は消費者間の相互作用による情報交換を表現し，突然
変異は情報収集を表現している．このときの遺伝的操作の対象は選好に関する染色体の
みとする． 
 
 
3.4 本章のまとめ 
本章では，4，5 章における新製品普及に関する典型問題の分析モデルの基盤となる
CAMCaT フレームワークについての説明を行った．CAMCaT フレームワークは技術経
営や消費者行動論などの理論研究を基にコンポーネントが定められており，企業技術と
消費者選好の修正では進化のアナロジーを用いた表現がされている．そのため，特定市
場ではなく，ある１つの典型問題を対象とした際のモデル化に有効である． 
CAMCaT フレームワークは規格競争状況下におけるロックイン現象やイノベーショ
ンのジレンマ現象などの技術進化およびイノベーションマネジメントに関わる複数の
問題に適用がされており，一定の有効性は確認されている．従来扱ってきた問題はマク
ロ現象についての知見が存在する問題であったが，本論文ではユーザーイノベーション
現象という製品普及の観測が困難な問題への適用も試みる． 
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第4章 標準化問題の分析 
4.1 本章の背景と目的 
19 世紀以降，多くの技術革新が生じ，デファクト競争が行われきた．近年では，ビ
デオ，オーディオなどの家電製品やオペレーティングシステム，LAN などのコンピュ
ータ関連規格において，グローバル化や技術開発スピードの向上のため，デファクト競
争がさらに激しく繰り広げられている．すでに市場によりデファクト標準が決まってい
る場合には，他企業が自社規格をデファクト標準に押し上げることはコストが多くかか
るため，既に決定しているデファクト標準に賛同して自社規格を標準に組み込む，もし
くは，フォーラムやコンソーシアムに参加して標準作りに協力する必要がある．いずれ
の場合にも，企業は自社規格を採用してくれる企業と消費者を増やすことでネットワー
ク外部性を得る必要がある（David and Greenstein, 1990）．もし企業が自社規格に対して
多くの消費者を獲得できれば，ネットワーク効果が働くことで他の企業も自社規格に賛
同するようになり，市場にロックインがかかる（Arthur, 1989）． 
デファクト競争では，勝利した企業は高い利益を得ることができる．その反面，市場
において不利益が生じる場合がある．消費者にとっての不利益は規格乗り換えのコスト
であり，企業にとっての不利益は技術のサンクコスト化である（猪木, 1998）．これらの
不利益を解消するために，近年では専門標準化機関や国家規格作成機関が標準策定など
の市場設計を行う必要が出てきた．しかし，いつどのようにして標準を定めれば良いの
かは市場の状況によって異なり，明確な市場設計指針を打ち出すことは難しい．本章で
は，規格競争状況下で，消費者選好と企業技術が共進化していくことを考慮した上で，
いつどのようにして標準を定めればよいかという“標準化問題”を市場ダイナミクスの
観点から分析，考察する． 
1.1.3 項で述べたように，これまでの標準決定に関わる研究の多くは個別の規格競争
を扱った事例研究である．例えば，スマートカード市場における効果的な競争戦略
（Wonglimpiyarat, 2005）や，DVD 市場における事前アナウンス効果とネットワーク効
果に関する研究（Dranove and Gandal, 2003），USケーブルモデム市場における標準化プ
ロセスの影響の検証（Cohen-Meidan, 2007）などが行なわれており，これらの研究は特
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定の市場状況下での市場変化への示唆を与える．また，こういった個別事例を対象にし
た研究に加えて，複数事例から市場変化の理論を構築している研究も存在する．Rohlfs
（2001）はネットワーク効果，クリティカルマス，ポジティブフィードバックの概念を
用いて，80年代以降の FAXやピクチャーフォンなどの様々な製品市場における新規格
の成功と失敗を市場ダイナミクスの観点から説明を行った．しかしながら，これらは事
後的な分析であるため，今後の市場特性の変化に依拠した市場ダイナミクスに対しては
部分的な示唆に留まる． 
 一方で，数理モデル研究は事例研究では困難な様々な市場ダイナミクスを捉えること
ができ，市場特性の説明が可能である．Ida（2003）は，消費者選好と製品品質の共進
化モデルを作成し，Rohlfs（2001）の文献で述べられている消費者選好の進化が先か，
製品品質の進化が先かという「立ち上がり問題」についての分析を行った．Deguchi（2003）
は技術革新を通じて 2 つの異なる集団が相互作用し市場にロックインがかかるまでの
プロセスを社会学習動学により分析を行っている．これらのモデルは集団レベルでの学
習を考慮しており，マクロレベルでの市場変化への示唆を与えることに成功している．
しかし，消費者の情報収集や情報交換，企業の技術革新や技術提携などのミクロレベル
の学習から生じる市場ダイナミクスを捉えるには至っていない． 
 1.1.2 項で述べたように，ミクロレベルでの学習を表現するためにはエージェントベ
ースアプローチの適用が必要である．消費者行動に焦点を当てたエージェント社会シミ
ュレーションとしては，Zhang and Zhang（2007）による消費者の心理学的要因を組み込
んだ購買意思決定プロセスの分析，高橋（2004）による消費者選好の進化過程の分析な
どが存在している．しかしながら，企業技術と消費者選好の共進化モデルを用いた分析
は存在していない． 
 本章の対象問題と類似した問題を扱った研究は，Axelrod et al.（1995）の企業集団に
おけるアライアンス形成に関するランドスケープ理論がある．この研究は市場ダイナミ
クスの分析モデルではないが，デファクト標準を目指す企業エージェントのアライアン
ス形成過程を提示し，標準化問題の分析を行っている．しかし，この研究では消費者選
好の進化についてのメカニズムは組み込まれていないため，市場全体での標準化問題を
議論することはできない． 
そこで，本章では 3 章で提示した CAMCaT フレームワークを基盤に消費者選好と企
業技術のミクロレベルの学習を記述し，規格競争状況が表現可能なエージェントベース
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モデルを提案する．このモデルを用いて標準化問題の分析を行い，市場設計に対しての
示唆を与える．分析の際には，2.4 節で述べたシナリオ分析手法を用いて，規格競争状
況下の市場変化の傾向を提示する．その上で，その傾向が生じたメカニズムを考察する． 
 
 
4.2 提案モデル 
標準化問題にアプローチするために，本節では規格競争下の市場状況を表現するため
のエージェントベースモデルを構築する．このモデルは CAMCaT フレームワークに基
づき，企業集団，消費者集団，製品空間の 3 つから構成され，消費者集団には消費者エ
ージェントが，企業集団には企業エージェントが複数存在する．ここで，本モデルでは
多様性を確保できる最低限のエージェント数を設定すれば，エージェント数を変化させ
てもシミュレーション結果の定性的特徴は変化しないことを注意しておく．そのため，
以下では結果解釈の容易さの観点からエージェント数を設定している． 
 
4.2.1 企業集団モデル 
本章のモデルにおける企業集団にはいずれかの規格団体 yS ， },...,2,1{ SNy∈ （SN は規
格数とする）に属する 30 社の企業エージェントが存在する．企業 }30,,2,1{ K∈a は自ら
の意思決定に関わる内部モデルを有する．規格競争を考える上で，Axelrod et al.（1995）
の仮定と同様に，企業はライバルが属する規格団体を成功させたくない，自社規格がど
の程度の規模であるか，という 2 点を考慮するものとする．この考慮点を企業エージェ
ントの状態として表現するために，内部モデルパラメータは採用規格 as ，技術コンセプ
ト akp ，保有技術 akt とする．本モデルでは内部モデルパラメータに直接企業規模やライ
バルという概念を導入しない．その理由は，規模は消費者集団の製品選択の意思決定か
ら，ライバル関係は採用規格および保有技術により表現できるためである． 
企業
a
の内部モデル ),,( akaka tps=  
},,2,1{ SNsa K∈ ， 1=∑
k
akp ， }50,,2,1{ K∈akt   
ただし， },...,2,1{ ANk ∈ は技術属性を表す番号とする． 
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ここで，Rohlfs（2001）の研究と企業の内部モデルを対応させると，規格は相互連結
（Interlinking）を意味しており，1 つの方式を表す．また，1 つの企業は 1 つの規格団
体のみに加盟できると仮定する．現実市場においては，実際に複数のコンソーシアムや
フォーラムに加盟する企業は存在している．特に技術提供者ではないユーザー企業など
は複数のコンソーシアムに加盟することはある．しかし，本論文で想定している市場の
立ち上がり段階での競争状況下においては，規格の標準化を目指す企業が複数のコンソ
ーシアムに加盟することは考えられない． 
一方で，技術は方式の元で開発される技術である．たとえば，家庭用 VTR で言えば，
規格はベータマックスや VHS にあたり，保有技術は長時間化や小型化，高音質化，デ
ジタル化といった技術であり，製品化する際に規格を特徴付けるものである． 
 
製品開発・製品投入 
企業
a
が投入する製品は企業ごとに異なり，その製品は価格や品質に関わる
AN
個の
項目からなる製品属性 }50,...,2,1{∈akt と，規格 },...,2,1{ SNsa ∈ から構成される．ただし，
},...,2,1{ ANk ∈ を属性番号とする．現実市場では 1 つの製品属性は複数技術から構成さ
れるが，本章の分析では，技術属性は製品属性と 1対 1対応していると仮定する．その
理由は本章の分析の焦点が企業技術と消費者選好の共進化であるため，本質的には技術
属性は製品属性の 1対 1の対応関係を考えた分析がその後の複雑な対応関係の分析の基
礎となるためである．よって，企業が製品を開発した際には保有技術 akt が製品属性値
となる．また，各企業は製品空間に 1種類の自社製品を投入することから，製品空間に
は企業数である 30 の製品が存在する．新たに製品を投入した場合には，新しい製品が
製品空間に残るものとする． 
 
自社評価 
 企業
a
は製品投入および次項で説明する消費者の製品選択の後，以下の適応度関数
aff により自社評価を行なう． 
aaa sharewfff ∗= acab networkwfselfvaluewf ** ++  
ただし，selfvaluea = ∑ ∗
k
akak tp , wfa + wfb + wfc= 1 
企業
a
は自社シェア )( ashare と自社の技術コンセプトと現在の保有技術の適合度合い
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)( aselfvalue ，さらには同じ規格を採用している企業数 )( anetwork から市場競争における
自社の状況を評価する． ashare は自社の規模を， aselfvalue は自社技術が目指す方向性
と保有技術がどの程度マッチングしているのかを， anetwork は企業集団においてネット
ワーク効果をどの程度得ることができるのかを表現している． 
 
規格選択・ライセシング 
 自社評価の後，企業は相互連結（Interlinking）を行うために規格選択を行う．この際
には最も適応度の低い企業の規格・技術が淘汰される．淘汰された企業は市場に存在す
る規格団体 yS に対する効用を以下の式により計算し，最大効用の規格への乗り換えを
行なう． 
uaSy = wfd *∑
∈ ySb
bshare  + wfe* networkSy + wff * othervalueaSy 
ただし， ∑∑
∈
∗=
y
y
Sb k
bkakaS tpothervalue  ，wfd + wfe+ wff = 1 
この効用値は規格団体 yS 内にいる企業数( ySnetwork )と規格団体 yS に属する企業 b の
シェア( ∑
∈ ySb
bshare )，規格団体 yS 内の企業技術と自社の技術コンセプトとの適合度
)(
yaSothervalue から計算される． ySnetwork と∑
∈ ySb
bshare は規格乗り換え後に得られるネ
ットワーク効果の度合いを表現している． 
本モデルは消費者選好と企業技術の共進化モデルであるため，企業のリソースは技術
のみを考える．また，特許技術による支配は考えておらず，比較的オープンな市場を想
定しているため，乗り換えにおけるライセンス料に関しては問題としない．さらに，オ
ープンな市場では，提携の結果としてバンドワゴンの便益は増大し，各供給者のサービ
スは増すため（Rohlfs, 2001），本モデルでは規格団体は提携に対してのインセンティブ
が強いと考える． 
dwf ， ewf ， fwf は各企業の固有のパラメータであるが，本モデルでは規格競争での
勝者，敗者の分析が目的ではないため，シミュレーションにおいては，これらのウェイ
トはシミュレーション開始時にランダム値を与える． 
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クロスライセンス 
 企業
a
は同じ規格を採用している企業と更なる技術向上を目指して，技術の共同開発
を行なう．本論文ではこの過程を著者らが提案した選択的交叉(Selective crossover)と呼
ばれる遺伝的操作（Ohori and Takahashi, 2007a）によりモデル化する．選択的交叉は 2
個体の適応度を比較し，マスクのかかっていない遺伝子座の値を適応度の高いほうから
低いほうへ複写することで行われる（図 4.1）． 
 
図 4.1 選択的交叉の一例 
本モデルでは規格団体内の企業を 2個体取り出し，交叉確率 pFCrossで保有技術を操
作する．この操作は規格団体内における技術の授受を表現する．また，この際に技術コ
ンセプトも同様に複写され，規格団体としての重要視する技術が市場環境に合わせて変
化していく． 
 
技術開発（R＆D） 
 最後に企業
a
は自社内で技術開発を行う．本モデルでは，技術開発を突然変異により
モデル化する． 
企業
a
は属性ごとに以下の式で開発確率 akDpR & を求め，この確率に従って技術開発
の判定を行う．この開発確率 akDpR & は，企業 aが自社の技術コンセプト akp に基づい
て決定されており，重視している技術属性ほど技術開発が行われやすい．ただし，市場
固有の技術開発頻度を突然変異確率 pFMut として表現し，これを全企業で同じ値とす
る． 
10**& akak ppFMutDpR =  
 技術開発を行うことを決定した場合には企業の技術開発力を突然変異の分散 fσ とし
て自身の保有技術を突然変異させる．本モデルでは企業間の開発力の差異を考えていな
いことから，分散 fσ は企業集団内で一定とする． 
3 4 3 4
2 2 2 1 
1 0 0 1  
マスク
適応度
0.9
0.6
保有技術
保有技術
3 4 3 4 
2 4 3 1 
1 0 0 1  
マスク
適応度
0.9
0.7
保有技術
保有技術
企業 a
企業 b
企業a
企業b
AN = 4の場合
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以上の製品開発から技術開発までの一連のプロセスを一期として，企業集団における
企業の活動が行われる． 
 
4.2.2 消費者集団モデル 
消費者集団には 500人の消費者エージェントが存在する．消費者 i は自らの意思決定
に関わるルールである内部モデルを有する．消費者 i の内部モデルは意思決定における
他者への依存度 id ，現在使用している規格 is ，製品属性に対するカットオフ値 ikc ，製
品属性に対するウェイト ikw からなる． 
消費者 i の内部モデル ),,,( ikikii wcsd=  
10 ≤≤ id ， },,2,1{ SNsi K∈ ， }50,,2,1{ K∈ikc ， 1=∑
k
ikw  
ただし， },,2,1{ ANk L∈ を属性番号とする． 
依存度 id は環境的影響を表現しており，モデル上では流行製品への依存度合いを表現
している．カットオフ値 ikc は，消費者が非補償型ルールを取っている場合に用いられ，
自らのカットオフ値よりも製品属性値が低い場合にその製品を選択代替案（想起集合）
から排除する．メモリーカードを例に挙げると，5000 円以下のもの，2GB 以上のもの
しか買わないといった製品選択ルールをカットオフ値が表現している． 
 
製品選択 
 消費者 i は製品空間に存在する製品の中から，以下の消費者 i の製品 j に対する効用
関数 iju を用いて自らの効用を算出し，最も効用の高い製品を選択する． 
j
k
iijkik
k
iijkkij cdawdabu *))1(****( ∑∑ −+=  
kb は流行製品の属性値をウェイト表現したものである． ijka は消費者 i が製品 j の属性 k
に対して付けた評価値である．この値は製品属性値を平均とした分散 2 の正規分布によ
り決定される．これは同じ製品属性値に対しても消費者間により認識が異なることを表
現している．∑
k
iijkk dab ** は流行製品の属性をウェイト化した値をもとに算出した効用
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であり，市場の環境的影響に基づく評価である．一方で，∑ −
k
iijkik daw )1(** は自らの製
品属性に対するウェイトにより算出した効用であり，個人的差異にもとづく評価である．
また， jc は製品 jをカットオフした場合は 0，しない場合は 1 と表現される．以前と同
じ規格の製品を採用した場合には同一規格の継続利用となるが，異なる規格の製品を採
用した際には規格を乗り換え，現在使用している規格 is を変化させる． 
 
自己評価 
 消費者 i は製品選択の後，以下の市場における満足度を表した適応度関数 ifc により
自己評価する． 
fci = wca*(1 - ncuti) + wcb*sumcuti + wcc*(1/maxcuti) + wcd*networki 
ただし，wca+ wcb + wcc+ wcd = 1   
消費者はカットオフ値の和 )( isumcut が大きく，カットオフされずに残った製品数
)( incut が少ないほうが認知努力の削減に繋がることから高い評価をする．しかし，カッ
トオフ値の最大値 )( imaxcut が高すぎる場合や自らの使用規格と同じ規格を使用してい
る消費者数 )( inetwork が少ない場合は製品の誤認知やバンドワゴン効果を得ることがで
きなくなるといった問題が生じてしまうことから評価が低くなる． 
 
バンドワゴン効果 
 消費者 i は自己評価値（適応度）に基づいて，自身の内部モデルである選好を修正す
る．消費者集団内では，消費者はバンドワゴンに乗ることで高い満足度を得る．そこで，
適応度に基づいたランキング選択により，適応度の高い消費者の選好が市場に生き残る
ように操作する．選択方法はランキング選択の他にルーレット選択や期待値選択なども
候補として挙げられるが，本章では内部モデルが短期間で収束することのないランキン
グ選択（Baker, 1985; Grefenstette and Baker, 1989）を用いる． 
Baker のランキング選択では，以下の式を用いて淘汰される個体数が決定される． 






−
−
⋅−−=
−++
1
1)(1
N
i
N
pi ηηη
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 ここで，∑
=
=
N
i i
p
1
1
より 21 ≤≤ +η ， +− −= ηη 2 が得られる．これより +η の値を変え
ることにより淘汰される個体数が変化する．つまり，本章のシミュレーションでは，
+η
の大きさで消費者集団内の選好の多様度変化の度合いが決定される．ここで，仮に
+η を
1.55，1.60，1.80，2.00 と変化させてシミュレーションを行うと，1回の選択によって消
費者選好の淘汰される割合が 4.6%，8.8%，19%，25%と向上していき，消費者の多様度
の減少速度が速くなる．この遺伝的操作（選択）は流行製品への選好や上手く製品を認
知できるような選好が市場において一層強くなるといったバンドワゴン効果を表現し
ている． 
 
情報交換・情報収集 
 最後に，消費者は情報交換と情報収集を行うことで，自身の内部モデルを修正する．
内部モデルの修正には交叉と突然変異を用いる．消費者集団内からランダムに 2人の消
費者を選び，交叉確率 pCCross で一様交叉によりカットオフ値とウェイトを入れ替える．
また，突然変異確率 pCMut で突然変異により一部分の遺伝子を変化させる． 
以上の製品選択から情報交換・情報収集までの一連のプロセスを一期として，消費者
集団における消費者の活動が行われる． 
 
 
4.3 モデルパラメータの調整 
本モデルのパラメータの調整（キャリブレーション）は 2.3節で説明したモデルの外
的妥当性に関わる．本章におけるモデルはミドルレンジモデルであるため，現実の定量
的な経験データとの整合により評価することは困難であるため，スタイライズドファク
トを用いて妥当性検証を行い，1 つのモデルパラメータセットを選択する． 
規格競争状況下の表現において，消費者－企業間の妥当な連結が行われない場合はそ
の分析は無意味となる．そこで，本章では Rohlfs（2001）の研究で述べられている市場
の基本特性である立ち上がり問題をスタイライズドファクトとし，このスタイライズド
ファクトを説明することが可能なモデルであることを確認する．また，このスタイライ
ズドファクトを解消するようにシナリオ変数以外の進化的学習に関わるパラメータを
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調整する． 
スタイライズドファクト （立ち上がり問題）: 消費者選好が企業技術の進化の速さを
上回る場合，もしくはその逆が生じる場合には，新製品が普及しない 
キャリブレーションの際には規格数 SN=1，製品属性数 AN=1 とし，進化的学習に関
わる各パラメータを 0.01 ずつ変化させ，全ての組み合わせで 50 試行ずつ実験を行った．
その結果，表 4.1 の 3 パターンのパラメータセットを用いることで，立ち上がり問題を
説明することが可能であった． 
表 4.1パラメータの調整結果 
 
パターン A は消費者の突然変異率 pCMut および分散 Cσ が企業集団に比べて高く，消
費者の適応度関数のカットオフ値の和（sumcut）に対するウェイト wcbが高い．これは
消費者の製品への要求が企業の技術革新により生み出された製品品質よりも高くなる
ことを表現している．パターン B は企業の適応度関数の技術に対するウェイト wfb，突
然変異の分散 fσ が高く，maxcut に対するウェイト wcc が高い．これは，企業が技術獲
得および技術開発に積極的である一方で，消費者は選好の進化に保守的であることを表
現している．パターン C は A と B の中間的設定であり，立ち上がり問題を解消するパ
ラメータ設定である．図 4.2 は各パターンにおける消費者の平均適応度の推移を示した
ものである．ここで，各パターンにおいても試行ごとに異なる振る舞いが生じているこ
とに注意する．ただし，「期が進むにつれて適応度が上昇する」「20 期までに適応度が
収束してしまう」といった振る舞いの特徴自体は各パターンにおける全試行で同じ傾向
を示している．（パターン C における試行ごとの振る舞いの違いを付録 A-1 に示す） 
A B C
適応度関数のウェイト
wf a 0.60 0.20 0.55
wf b 0.30 0.70 0.35
wf c 0.10 0.10 0.10
交叉確率
pFCross 0.10 0.30 0.30
突然変異確率
pFMut 0.01 0.01 0.03
突然変異の分散値
σf 1.00 2.00 1.00
適応度関数のウェイト
wc a 0.10 0.20 0.40
wc b 0.70 0.20 0.45
wc c 0.10 0.50 0.05
wc d 0.10 0.10 0.10
交叉確率
pCCross 0.30 0.60 0.60
突然変異確率
pCMut 0.05 0.01 0.05
突然変異の分散値
σc 2.00 1.00 1.00
GAパラメータ名 記号
パターン
企業
消費者
集団名
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図 4.2 3つのパターンにおける消費者集団の平均適応度の推移 
パターン C では，全ての試行で消費者のカットオフ値が企業技術の進化過程と同調し
て学習されていき，消費者適応度が向上している．しかし，パターン A はパターン C
に比べて消費者適応度の向上が遅く，パターン B では途中で消費者適応度が向上しな
くなることが分かる．  
次に，パターン A，B での全消費者のカットオフ値と全企業の技術属性値の平均値の
推移を示す（図 4.3）． 
   
      (a) パターン A              (b) パターン B 
図 4.3 平均カットオフ値と平均技術属性値の推移 
 パターン A ではカットオフ値が技術の進化を上回っている．これは新エネルギー市
場や先進技術を用いた乗り物の市場などでしばしば見られる．一方で，パターン B で
は，消費者選好の進化が企業の技術進化に追いつくことが出来ておらず，消費者がカッ
トオフ値の向上を断念している．これは Rohlfs（2001）の文献におけるピクチャーフォ
0
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ンの事例と対応している．以上より，パターン A，B では立ち上がり問題が解消されな
い状況を表現しているといえる． 
パターン C のパラメータ設定はパターン A，B とは異なり，50 試行全てにおいて立
ち上がり問題を解消することに成功しており，スタイライズドファクトを解消するパラ
メータであるといえる．次節のシナリオ分析ではパターン C のパラメータを採用して
行う． 
また，ランキング選択で用いられる
+η は進化的学習に関するパラメータではあるが，
次節で扱うシナリオ変数の 1 つであるため調整対象のパラメータには入っていない．し
かし，予備実験において，パターン C のパラメータセットを用いて +η の値を 1.0 から
2.0 の範囲において 0.01 ずつ変化させ実験を行ったところ，全ての値でスタイライズド
ファクトを解消することが出来ている．これは，次節の図 4.4-(a)からも分かる． 
 
 
4.4 標準化問題のシナリオ分析 
本節では，標準化問題についてシナリオ分析を行う．本章で行う分析はこれまで主と
して議論されている自主調整期間に関する分析と公的標準（デ・ジュールスタンダード）
の 1 つである強制規格（Technical Regulation）に関する標準化方法の分析を行う．各分
析で用いるシナリオは複数の状況シナリオと政策シナリオの組み合わせにより決定さ
れる．ただし，状況シナリオについては両分析において共通とする．以下では，まず状
況シナリオの設定を行い（4.4.1），その後，自主的標準設定（4.4.2），強制規格決定（4.4.3）
の各分析において政策シナリオを設定する． 
 
4.4.1 状況シナリオの設定 
本節のシナリオ分析では，以下の通り状況変数を設定する（表 4.2）．「ランキング選択
の
+η 」は消費者集団において消費者選好が淘汰される速さを表している．例えば， +η
の値が高い場合は，市場状況としてオンライン上のクチコミ量が多い場合やマスメディ
アにおける製品情報の露出度が高い場合が考えられ，消費者選好の多様度が低下しやす
くなる．「製品・サービス属性数 AN」は市場において消費者や企業が考慮する属性の数
第 4 章 標準化問題の分析 
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である．「規格数 SN」は初期状態で市場に存在する規格の数である．2.4.1 節で述べた
ように，「製品・サービス属性」や「規格数」に関しては現実市場で取りうる範囲の全
ての実験結果を提示することは困難である．そこで，これらのシナリオ変数の値を変化
させ，感度分析による予備実験を行い，シナリオ変数値の違いによる市場ダイナミクス
への影響の差が読み取ることができる変数値を 2 つずつ用意した．以上より，本節のシ
ナリオ分析で用いる状況シナリオは 16（4×2×2）個となる． 
表 4.2状況変数一覧 
 
 
4.4.2 自主調整期間に関する分析 
本項では，市場におけるデファクト競争が始まる前に企業間で規格調整を行い，1 つ
の標準を決定するという状況を考える．Farrell and Saloner（1988）は，この標準の決め
方を「Voluntary Standard Setting（自主的標準設定）」と呼んだ．DAD（Digital Audio Disc）
や DVD（Digital Versatile Disc）などの標準決定はこの例に当たる．また，山田（2004）
は，この標準設定の良い点はフォーラムやコンソーシアムといった標準決定団体による
市場デザインにより，企業の技術のサンクコスト化や規格乗換のスイッチングコストを
減らすことにあると述べている．しかしながら，こういった自主的標準の決定プロセス
には消費者の存在がないため，標準化団体が決める標準が必ずしも消費者にとって用途
があるとは限らない． 
このように，自主的標準設定についての議論は行われているが，標準設定方法の違い
が市場ダイナミクスに与える影響に関して扱った研究は存在しない．そこで，本論文で
は市場に製品が投入される前の企業間での自主調整期間を変化させることで，自主的標
準設定が市場に与える影響についてシナリオ分析を用いて考察する． 
 シミュレーションでは，設定された一定の自主調整期間中は，企業は製品投入を行わ
ず，自社評価から技術開発活動までのプロセスを行う．また，消費者は自己評価および
製品に関する情報交換や情報収集を行う．調整期間が終了した後，企業は製品を投入し，
1 2 3 4
ランキング選択のη
+
η
+ 1.55 1.60 1.80 2.00
製品・技術属性数
AN 2 4 - -
規格数
SN 2 4 - -
値
記号状況変数
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消費者は製品選択を行う．本分析では，この一定の自主調整期間を政策シナリオとして，
下記のように 3 つのシナリオを設定する． 
政策 1）0 期（デファクト競争） 政策 2）30 期 政策 3）50 期 
0 期は調整を行わず製品を投入するため，デファクト競争を意味している．このシナ
リオは自主調整を行った場合との比較をするために用意した．これより，本分析で用い
られるシナリオ数は 4.4.1項で設定した 16個の状況シナリオと上記の 3個の政策シナリ
オから合計 48 シナリオとなる（表 4.3）． 
表 4.3 シナリオ一覧（自主調整期間の分析） 
 
政策変数
製品投入前の自主調整期間
ランキング選択 η
+
製品・技術属性数 AN 規格数 SN
2 1
4 2
2 3
4 4
2 5
4 6
2 7
4 8
2 9
4 10
2 11
4 12
2 13
4 14
2 15
4 16
2 17
4 18
2 19
4 20
2 21
4 22
2 23
4 24
2 25
4 26
2 27
4 28
2 29
4 30
2 31
4 32
2 33
4 34
2 35
4 36
2 37
4 38
2 39
4 40
2 41
4 42
2 43
4 44
2 45
4 46
2 47
4 48
(2) 30 期間 1.55 2
4
1.60 2
4
1.80 2
4
2.00 2
4
(3) 50 期間 1.55 2
4
1.60 2
4
1.80 2
4
2.00 2
4
シナリオ変数
シナリオ番号
状況変数
(1) 0 期間 1.55 2
4
1.60 2
4
1.80 2
4
2.00 2
4
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マクロ視点の分析 
 自主的標準設定の場合には市場に製品が出ておらず，消費者の存在なしに標準が決ま
るため，その標準を用いた製品が消費者にとって必ずしも用途があるものとは限らない．
そこで，1 試行（100 期）が終わった際に全消費者の 9割以上が製品空間に存在するい
ずれの製品も選択していないケースを「用途無き規格の発生」と定義する．図 4.4 は各
シナリオで 50 試行の実験を行い，用途無き規格が発生した回数を示したものである． 
 
(a) 0 期                        (b) 30 期 
 
     （c）50 期 
図 4.4 用途無き規格の発生総数（50試行中） 
ここで，2.4.2 項で述べた可能性のランドスケープではなく単純棒グラフにより結果
を提示した理由は用途なき規格発生の有無という 2 値での市場変化を捉えていること
にある．2 値の結果の場合には可能性のランドスケープにおける評価指標値をプロット
しても傾向を捉えることはできない．また，政策シナリオとして，自主調整期間 0 期，
30 期，50 期という 3 つを選択したが，これは 2.4.1項で述べたように実際には他の政策
シナリオでも実験を行い，市場変化への影響という観点からこの 3 つの政策シナリオの
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結果を掲示した．（他の政策シナリオを用いた際の結果は付録 A-2 で示す） 
図 4.4-(a)のデファクト競争における結果は 4.3節で述べたように立ち上がり問題を解
消するようにパラメータ調整がされているため，
+η ，AN，SN に関係なく，シナリオ 8
を除く全てのシナリオで用途なき規格が発生しなかった． 
図 4.4-(b)と図 4.4-(c)からマクロ結果の傾向を読み取ると，以下の知見が得られる． 
傾向１）自主調整期間が長いシナリオのほうが用途無き規格が発生しやすい． 
傾向２）
+η の値が大きいシナリオでは用途無き規格が発生しやすい． 
傾向３）属性数 AN=4 のシナリオのほうが，AN=2 のシナリオよりも用途無き規格が発
生しやすい． 
 
ミクロ視点の分析 
このように，エージェントベース社会シミュレーションでは同じシナリオにおいても
用途なき規格が発生する場合とそうではない場合が生じる．特に，本論文の共進化の枠
組み（CAMCaT フレームワーク）を用いた場合には「振る舞いが安定しなくなる」「解
が 1 つではなくなる」といった傾向が強く見られる．これは，2 集団における学習プロ
セスに大きく依存しており，経路依存性が強く影響するためである． 
そこで，マクロ視点での分析により示された傾向が観測された原因について 2.4.3 項
で説明したミクロダイナミクス分析を用いて，これらの傾向が発生した原因を説明する．
まず，分析対象シナリオとして，用途なき規格が発生する場合とそうでない場合が同等
に発生したシナリオ 36 を選択する．図 4.5 は用途なき規格が発生せず規格調整が成功
した場合(a)と，用途無き規格が発生して製品普及に失敗した場合(b)において，製品選
択した消費者割合の推移を示したものである．シナリオ 36 では 4 つの製品属性が存在
し，そのうち 1 つでもカットオフ値を下回ると消費者は製品を選択しない．図 4.5-(a)
ではほぼ全消費者が製品を選択している．製品投入が開始された 50 期目から数期の間
に 20％程度の消費者が製品空間に投入されたいずれかの製品を選択し，自主調整によ
り決定された標準の製品がクリティカルマスを超えたと考えられる．その後，少しずつ
採用者が増えていき，最終的に選択割合は 100%近くまで上昇している．一方で，図
4.5-(b)では，50 期から数期間での製品選択した消費者割合の増加率は図 4.5-(a)に比べて
低く，80 期あたりで 10％程度まで増えてはいるが，最終的には再び低下し，用途無き
規格の発生という結果になった． 
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(a)規格調整成功時           (b)用途無き規格発生時 
図 4.5 製品選択した消費者の割合 
次に，規格調整成功時（図 4.5-(a)）における消費者の平均カットオフ値と消費者に選
択された製品を市場に投入している企業の平均技術属性値の推移を示す（図 4.6）． 
  
(a)属性 1                (b)属性 2 
  
(c)属性 3                (d)属性 4 
図 4.6 自主調整後の企業の平均技術属性値と消費者の平均カットオフ値 
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 結果として，図 4.6-(a)(b)(c)のように，消費者は技術進化に沿ってカットオフ値を進
化させていくことができており，最終的には図 4.5-(a)のようにほぼ全消費者が製品を選
択することができるようになった．これは，再生用 DVD 市場に見られたように，上市
前の競争が激しく，発売後もすぐには立ち上がらなかったが，ソフトなどが充実し，価
格が安くなることで立ち上がった事例に対応している． 
しかし，
+η
が大きい場合には市場においての多様度が低下しやすい．つまり，調整
後に製品が投入された時点では，既に市場全体においての選好が形成されている．この
時点で消費者選好と製品属性に大きな差がある場合には学習可能な消費者が残ってお
らず，結果として用途無き規格が発生する．このメカニズムが傾向 2）が生じた原因で
ある．また，属性数が多い場合には，図 4.6-(d)のように技術とカットオフ値の差が開く
可能性が高くなるため，用途無き規格が発生しやすくなる．そのため，傾向 3）が生じ
たといえる． 
 
4.4.3 強制規格決定方法に関するシナリオ分析 
本項では，市場でのデファクト競争が行われている途中で，強制規格（Technical 
Regulation）を定めるシナリオを考える．強制規格は公的標準の 1 つであり，企業に対
して強制的に投入可能な製品規格を定めるものである．近年では，複数の規格の製品が
発売され，その中で互換性の問題が生じ，後に強制規格としての公的標準を決める必要
が生じたケースがみられる．たとえば，FAX や白黒静止画テレビ電話などがこれにあ
たる．（山田,1993） 
シミュレーションで扱うシナリオは，前項と同様に 4.4.1項で定めた 16 の状況シナリ
オと以下に定める 2 つの政策シナリオから合計 32 シナリオを用いる（表 4.4）． 
政策 1）最も多くの消費者に好まれている規格 政策 2）最も技術力の高い規格 
シミュレーションでは，強制規格を定める期を 10 期とし，9 期時点で政策の条件を
満たす規格を選択する．強制規格が決まった後は，企業は異なる規格を用いて製品投入
することはできない． 
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表 4.4 シナリオ一覧（強制規格設定方法の分析） 
 
 
マクロ視点の分析 
強制規格を定めたとき，その規格と異なる規格を使用していた消費者は自身が使用し
ていた規格が今後使えないという状況に直面する．これは消費者が被るコストであり，
消費者は規格の乗り換えを迫られる．図 4.7 は，強制規格が決定した 10 期以降に規格
乗り換えを行った消費者の割合を各シナリオで 50 試行分プロットして作成した可能性
のランドスケープである．図 4.7-(a)は 9 期時点で最も多くの消費者に選択されている規
格，つまりシェアが最大の規格を標準に定めた場合である．一方で，図 4.7-(b)は 9 期時
点で各規格団体における全企業の技術属性値の平均を計算し，最も高い平均技術属性値
を持つ団体の規格を標準に定めた場合を示している． 
図 4.7 の 2 つのランドスケープから以下の傾向が読み取れる． 
傾向 1）技術力を基準に標準を決めた場合は，消費者の選択状況を基準に定める場合よ
政策変数
標準として定める規格
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りも規格乗り換えを行う消費者の割合が高い． 
傾向 2） +η が大きい場合（ +η =1.80, 2.00）は +η が小さい場合（ +η =1.55, 1.60）に比べ
て，規格乗り換えを行う消費者の割合が低い． 
傾向 3） +η が小さい場合（ +η =1.55, 1.60）は，規格数が多い（SN=4）状況のほうが規
格乗り換えを行う消費者の割合が高い． 
 
(a) 消費者に最も好まれている規格       (b) 技術力が最大の規格 
図 4.7 規格乗り換えを行った消費者割合（可能性のランドスケープ） 
 
ミクロ視点の分析 
次に，可能性のランドスケープから得られた傾向が生じる原因についてミクロダイナ
ミクス分析によって説明を行う．はじめに，シナリオ 17 で最も消費者の規格の乗り換
えの割合が高かった試行を選択し，ミクロダイナミクス分析を行う．図 4.8 はこの試行
での 2 つの製品属性について 9 期までの消費者集団における平均カットオフ値，各規格
団体の平均技術属性値の推移を示したものである． 
この図から，属性 2 では規格 2 の技術属性値はカットオフ値を下回っている．一方，
属性 1 では，両規格の技術属性値ともカットオフ値を上回っている．以上のことから，
多くの消費者の採用規格は規格 1 となる．しかしながら，技術力の観点から考えると，
規格 2の方が平均技術属性値は高いため，規格 2が標準として選択される．結果として，
消費者の好みとは異なる標準が決定され，多くの消費者が規格乗り換えを行ったと考え
られる．このように技術力が高くても消費者が好む規格とは異なることがあり，その場
合には規格乗り換えを行う消費者が多くなる．そのため，技術力を基準に標準を選ぶと
消費者が規格を乗り換える可能性が高くなり，傾向１）が生じる． 
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(a) 属性 1 についての比較        (b) 属性 2 についての比較 
図 4.8 カットオフ値と技術属性値の比較 
次に，シナリオ 1，2，シナリオ 13，14 の消費者の採用規格について分析を行う． 
以下の図 4.9 は，強制規格が決定する前の 9 期間における消費者の規格採用割合の推移
を示したものである． 
シナリオ 1 や 2 は +η が小さいため，初期では消費者の採用規格 is が 1 つにロックイ
ンすることは少ない．そのため，9 期においても採用規格が分裂しており，強制規格が
定まった 10 期に，その規格とは異なる規格を選択している消費者は規格を乗り換える
必要が出てくる．特に，規格数が多い場合には，標準となった規格以外を採用している
消費者割合が多くなるため，消費者の規格の乗り換え割合も高くなる．一方で，シナリ
オ 13,14 では， +η が大きいことから，企業集団では規格が乱立しているにもかかわら
ず，消費者集団の中では好みの規格が 1 つに決まってしまっており，多くの消費者が好
む規格を基準に標準を選択した場合には，規格の乗り換えの割合は低くなる．以上のメ
カニズムから，傾向 2），傾向 3）が生じたといえる． 
 しかし，
+η が大きい場合は強制規格を定める前にデファクトスタンダードが決定し
ている状況を生み出すため，後付けの公的標準の決定を表現しているに過ぎない．しか
し，このような事例は実際に CDや家庭用 VTR 市場の事例と対応している． 
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(a)シナリオ 1               (b)シナリオ 2 
 
(c)シナリオ 13              (d)シナリオ 14 
図 4.9 消費者の規格採用割合の推移 
 
 
4.5 本章のまとめ 
本章では規格競争状況下における標準化に関わる政策についてのシナリオ分析を行
った．従来の実証研究（山田, 2004）で述べられている自主的標準の決定タイミングと
強制規格の決定方法という 2 つの問題を取り上げ，状況と政策の違いによる市場変化傾
向を提示し，その傾向が生じるメカニズムについて明らかにした．この分析より，標準
化問題という 1 つの市場設計の問題に対してシナリオ分析手法が適用可能であること
を示した．本章のシナリオ分析の結果が有効な場面としては，標準策定に関わる複数の
ステークホルダー間での政策決定の議論の場である．本モデルはミドルレンジモデルで
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あるため，特定市場の分析には直接は使えないが，本章の分析結果は標準化問題という
1 つの典型問題における市場状況に依存した市場ダイナミクスを示すことができる．結
果として，複数のステークホルダーの市場ダイナミクスに関する認識の共有をはかり，
今後の標準化問題における具体的な政策代替案を考える上での材料を提示することが
可能である． 
今後は本モデルを用いることで，ダブルスタンダードや特許に関する法的問題を分析
対象とすることも興味深い．これらの対象問題は，エージェント行動に制約を与え，政
策シナリオを新たに設定することで分析が可能であるため，本モデルの大幅な修正は必
要ない．また，ISO，IEC などが定める国際化標準や，地域標準，国家標準などの標準
の階層問題を扱うこともモデル発展の 1 つとして考えられる．WTO/TBT 協定
（http://www.wto.org/english/tratop_E/tbt_e/tbt_e.htm）では，国際規格がグローバルな市場
適合性を確保する重要性を述べている．そのため，国家もしくは地域レベルでのエージ
ェント集団をモデルに組み込むことで，この階層問題を分析することも可能である．
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第5章 ユーザーイノベーション現象の分析 
5.1 本章の背景と目的 
ここ数年でコンピュータ技術が急速に発展し，さらには WEB2.0 の台頭に伴い，メー
カー企業は自社製品の普及のために従来のマーケティングや製品開発戦略を変化させ
る必要性が生じてきた．WEB を用いたマーケティングでは消費者データを収集して，
特定の消費者特性を把握し，この特性に対応したプロモーションが可能になった（久保
田, 1999; 永井, 1999; 原野, 2000）．そのため，従来のマスマーケティングだけではなく，
ワンツーワンマーケティングやリレーションシップマーケティングにおいても，WEB
の利用は有効活用できる（嶋口他, 2004; 鈴木他, 2004）．一方で，企業の技術戦略はコ
アテクノロジーを活かすことや，マーケティング部門との連携が重要視されている．イ
ノベーション促進のためには技術こそが企業にとって重要であり，顧客へのアプローチ
も技術ベースで考えることが重要であると技術経営の文献では語られている（原陽・安
部, 2005; 藤松, 2005; 山田, 2005）． 
こういった背景の基で，本章では企業が新製品普及のために使用するアプローチに焦
点を当てる．マーケティング理論に基づいて消費者特性や選好を掴むことを重要視して
いるが，近年のイノベーション研究においては，これが企業にとって非常に危険な意思
決定であるという示唆が与えられている（von Hippel, 2005）．その理由は，イノベーシ
ョンのジレンマ（Christensen, 1997）やユーザーイノベーション（von Hippel, 1988）な
どのイノベーション研究における議論が従来のマーケティング理論とは食い違った見
解を示しているためである．従来のマーケティング理論はセグメンテーション，ターゲ
ッティング，ポジショニング（STP）に見られるように消費者や製品の属性を重視して
いるが，イノベーション研究では「属性」を重要視しすぎると企業は失敗に追いやられ
ると考えられている．イノベーション研究においては，属性ではなく，市場の中での自
社の位置づけやユーザー間の相互作用といった「状況」に注目すべきであると指摘して
いる．以上をまとめると，マーケティング理論では顧客を属性ベースで捉えるのに対し
て，イノベーション研究では状況ベースで捉える点で大きな違いがある．  
本章では，イノベーション研究のうち，企業の新製品普及活動と密接に関連のあるユ
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ーザーイノベーションに注目する．イノベーターがメーカーなのか，サプライヤーなの
か，もしくはユーザーなのかを捉えることは，企業における研究開発とマーケティング
の側面において大いに役立つ（von Hippel, 1988）．特にイノベーターがユーザーである
場合，近年のユーザーの選好・ニーズの多様化からその役割は非常に重要であると考え
られてきた． 
生産財におけるユーザーイノベーションの研究としては PC-CAD や OPAC などの研
究がある．プリント配線基盤における設計ソフトウェアである PC-CAD におけるユー
ザーイノベーションでは，電子回路の高密度化に伴って，ユーザー企業が PC-CAD の
能力に不満を持ち始めたことから，ユーザー企業内で自らイノベーションを起こしソフ
トウェアの改良が行なわれた（Urban and von Hippel, 1988）．OPAC におけるユーザーイ
ノベーションでは，各地域における図書館で抱える問題を解決するため自ら OPAC の改
善をおこなっていることが確認された（Morrison et al., 2000）． 
 一方で，消費財におけるユーザーイノベーションの観測も行われている．シャープ・
ザウルスの事例では，MORE ソフトというという形でユーザーがザウルスのソフトウェ
アを独自に作成することが可能であり，それらの多くが周りの利用者にとっての利便性
を上げるものとなっている（森田, 2001）．アウトドアやスポーツ用品においてもアンケ
ートなどによるユーザーイノベーションの調査が行われている（Shah, 2000; Franke and 
Shah, 2003; Lüthje, 2004; Lüthje et al., 2005）．これらの研究ではイノベーティング・コン
シューマー（Innovating consumer）という市場での新製品をいち早く購入し，製品を開
発する消費者に注目している．特にアウトドア製品市場では調査対象の消費者のおよそ
3 分の 1 がイノベーションのアイデアを持っていて，こういった消費者は製品の新しい
選好・ニーズへの直面や既存製品への不満足さなどに依存して自らイノベーションを行
っていることが分かった．  
 von Hippel（2005）は「重要な市場動向の先端に位置し，自身のニーズを自ら解決す
ることで高い効用を得るユーザー」をリードユーザーと定義している．また，濱岡（2004）
は自ら開発し創造する能力を持ち，他の消費者とコミュニケーションを行なう消費者を
アクティブ・コンシューマーと呼び，今後はマーケティング現象を消費者と企業との長
期にわたるダイナミックな相互作用として捉えるべきであると指摘している．このリー
ドユーザーやアクティブ・コンシューマーは自らの効用を最大化し経済財を購入する単
なる需要者とは異なるため，もはや従来のマーケティングや経済学の概念が通用しなく
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なる可能性が高い． 
しかし，本論文の分析以外に企業の新製品普及の観点からユーザーイノベーション現
象の分析を行っている研究は存在しない．そもそも，現実市場においてはユーザーイノ
ベーションの市場ダイナミクスを追跡的に捉えることは不可能である．そのため，ユー
ザーイノベーションは企業の新製品の商業的成功に対して正の効果をもたらすのか，負
の効果をもたらすのかは分かっていない．特に，消費財市場はユーザー数が多いため，
企業がユーザーイノベーションを網羅的に調査することはできない．そのため，消費財
市場におけるユーザーイノベーションによって生じる市場ダイナミクスを捉える事が
強く期待されている．そこで，本章では消費財市場の中からユーザー特性の知見が比較
的多く得られているアウトドア製品市場（Shah, 2000; Franke and Shah, 2003; Lüthje, 
2004; Lüthje et al., 2005）を想定した分析を行う．これらの従来研究で得られたユーザー
特性の知見を基にしてエージェントベースモデルを構築し，ユーザーイノベーションが
市場および企業に与える影響についての仮説を提示する． 
 
 
5.2 提案モデル 
本節では 3 章で説明した CAMCaT フレームワークに基づいてユーザーイノベーショ
ンの生じる消費財市場を想定した消費者エージェントおよび企業エージェントのモデ
ルを構築する．ただし，ユーザーイノベーションが生じる市場における消費者は従来の
消費者行動とは異なる特性を有しているため，CAMCaT フレームワークにはないコン
ポーネントを組み込む必要がある．そこで，これまでのユーザーイノベーション研究の
実態調査（Franke and Shah, 2003; Lüthje, 2004; Lüthje et al., 2005; von Hippel, 2005）で明
らかにされたユーザー行動に関する知見に基づいてモデルを構築する． 
 
5.2.1 企業エージェントモデル 
企業集団には技術開発を行い，製品空間に製品を投入する企業エージェントが 10 社
存在する．各企業の内部モデルは，市場のどこに焦点を当てて意思決定をするのかを表
現する周囲状況
af ，重視する技術を表現する技術コンセプト akp ，製品開発に使用する
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保有技術
akt という 3 つの染色体から構成される． 
企業aの染色体= ),,( akaka tpf  
}1,0{∈af , ∑ =
k
akp 1 , }100,,2,1{ K∈akt  
ただし，企業ナンバー
10,,2,1 K=a
，製品属性
5,,2,1 K=k
とする．企業は 0=af の
場合は製品空間に焦点を当て，消費者の製品選択状況を情報として利用して製品開発
の意思決定をする． 1=af の場合は消費者集団におけるイノベーションコミュニティの
情報を利用して製品開発の意思決定をする．前者は企業が多くの消費者に好まれる製
品を開発しようとする伝統的なマーケティング手法を示しており，後者は企業が消費
者集団にアクセスし消費者間の相互作用が集中するイノベーションコミュニティにお
けるユーザーイノベーションを利用する戦略を表現している． 
 
製品投入 
 企業 a は一定の確率 releasepF によって製品投入を行なう．本章では企業間の優劣に
は関心はないため，製品投入頻度に違いを持たせない．企業は製品投入の意思決定をし
た場合には保有技術 akt を用いて，投入製品の製品属性を決定する．また，4 章のモデル
と同様に技術属性と製品属性は 1対 1対応させる． 
 
自社評価 
企業は製品投入後，市場競争の中で自社技術が生き残る可能性を以下の適応度関数
ffaに従って自社評価する． 
adacabaaa sumtechwfselfvaluewfriskwfsharewfff ∗++−+∗= *)1(*  
∑ ∗=
k
akaka tpselfvalue ， ∑∑ −+−−=
k
hkak
k
abkakaa ttsttsrisk ||*||*)1(  
ただし， 1=+++ dcba wfwfwfwf  
企業は市場シェア(
ashare )を獲得しており，技術の総和( asumtech )が高く，自社技術
と技術コンセプトがうまく適合( aselfvalue )している方が市場において優位性を得る．
また，自社技術と流行製品の属性が離れている度合い(
arisk )が小さい方が市場におい
て高い評価を得ることを適応度関数は示している．
arisk は製品空間の情報のみを利用
する企業( 0=af )は製品空間における最も多くの消費者に選択されている製品を投入
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した企業b の製品属性との差を，一方で，イノベーションコミュニティの情報を利用
している企業( 1=af )は，そのコミュニティにおいて最も選択されている製品を投入し
た消費者 h の製品属性 hkt との差により arisk を算出する．ここで， hkt は消費者 h の保
有技術を表しており，詳しくは次項の消費者エージェントの内部モデルで説明する． 
 
ライセシング，クロスライセンス，R&D 
 企業は自社評価の後， )(i 選択， )(ii 交叉， )(iii 突然変異という 3 つのプロセスによ
り内部モデルを修正する．また，企業の進化的学習において対象となる内部モデルの
染色体は技術コンセプトと保有技術である． 
 
)(i 選択（ライセシング） 
自社評価値に基づいて染色体の選択を行う．技術選択には Baker（1985）のランキン
グ選択を用いる．その理由はルーレット選択を用いた場合には，ネットワーク効果を
得ることができなくても一過性の流行を掴んだ企業がその時点で他企業のシェアを全
て奪ってしまい，現実市場では考えづらい市場競争の結末が生まれてしまうためであ
る． 
 
)(ii 交叉（クロスライセンス） 
各企業は集団全体からランダムに 2 個体を選び，交叉確率 pFCrossで交叉させる．
ここで用いる交叉は一様交叉である． 
 
)(iii 突然変異（R&D） 
各企業は突然変異確率 pFMut に従って突然変異を行なう．このとき周囲状況 0=af の
場合は自社技術を用いた改良を行い， 1=af の場合はイノベーションコミュニティにお
けるリードユーザーの開発製品を模倣した技術開発を行なう． 
シミュレーションにおいては，製品投入からライセシング，クロスライセンス，R&D
までの一連のプロセスを一期とする． 
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5.2.2 消費者エージェントモデル 
消費者集団には消費者エージェントが 100人存在する．消費者 i の内部モデルは，開
発可能性 ii ，製品選択の意思決定における他者への依存度 id ，どの消費者と知人関係に
あるかを表すエッジ ije ，イノベーションコミュニティに加入しているかどうかを表すコ
ミュニティ in ，各製品属性軸に対するカットオフ値 ikc ，製品購入を行う際に重点を置
く属性を決定するウェイト ikw ，製品開発の際に必要とする保有技術もしくはアイデア
ikt から構成される． 
消費者 i の染色体= ),,,,,,( ikikikiijii twcnedi   
}1,0{∈ii , 10 ≤≤ id , }1,0{∈ije , }1,0{∈in , }100,,2,1{ K∈ikc , 1=∑
k
ikw , }100,,2,1{ K∈ikt  
ただし，消費者ナンバー 100,,2,1, K=ji ，製品属性 5,,2,1 K=k とする． 
上記の内部モデルには 3節で説明した CAMCaT フレームワークでは考慮されていな
かった染色体として，開発可能性 ii や保有技術 ikt ，ネットワークに関する染色体である
エッジ ije ，コミュニティ in がある．これらは，ユーザーイノベーションが生じる消費
財市場を考える上で重要な要素である． 
ユーザーイノベーションが生じる市場においては，消費者は製品選択のみだけではな
く，自ら製品を開発・改良するリードユーザーの存在が確認されているため（Shah, 2000; 
Franke and Shah, 2003; Lüthje, 2004; Lüthje et al., 2005），リードユーザー（ 1=ii ）と自ら
開発を行わないノンリードユーザー（ 0=ii ）とを区別する必要がある．また，ここで
保有技術 ikt は消費者が製品を開発する際に利用する技術もしくはアイデアを表現して
いる．モデル上ではノンリードユーザー（ 0=ii ）も保有技術の染色体を有しており，
他者から技術提供を受けた場合は保有技術の遺伝子を更新する．実際に現実市場におけ
るノンリードユーザーは自身が抱える問題を他者から提供された技術によって解決し
ている（Lüthje et al., 2005）． 
また，従来研究におけるユーザーイノベーションの生じる消費財市場におけるキー概
念として消費者の持つ選好や技術に関する情報の粘着性がある．ここで情報の粘着性と
は「情報をそれが生み出された場所から別の場所へ移動させるコスト」と定義される
（von Hippel, 1988）．消費者が持つ選好や技術に関する情報は非常に粘着性が高く，低
コストでは企業に移転することが出来ないため，企業はどこに消費者の持つ情報がある
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のかを探すことが非常に困難となる．そのため，消費者と企業の間には保有している情
報の非対称性が生じる（von Hippel, 1994, 1998）．企業技術と消費者選好の共進化の観点
からすると，この情報の粘着性の存在により，企業は消費者選好の進化の影響を受けづ
らくなるため，共進化が妨げられることになると考えられる．以上より，本章のモデル
では，情報の粘着性を表現するために，情報の伝播経路を限定する消費者ネットワーク
をモデルに組み込む．このネットワークを表現する染色体がエッジ ije ，コミュニティ in
であり， 1=ije の場合は消費者 i が消費者 jとエッジが張られていることを表し， 1=in の
場合は消費者 i がコミュニティに参加していることを表す． 
次に，この消費者ネットワークを生成する方法について説明する．消費者ネットワー
クはイノベーションコミュニティの研究を参考に構築することが最良ではあるが，シミ
ュレーションにおいて利用可能なネットワーク指標については明らかにされていない．
von Hippel（2005）によるイノベーションコミュニティの定義においても，「コミュニケ
ーション手段による情報伝達経路で相互接続された個人や企業で構成されるノード」と
述べられているに過ぎず，この定義のみからはネットワーク指標を判断することはでき
ない． 
一方で，内田・白山（2006）によるソーシャルネットワークサービス（SNS）のネッ
トワーク構造を分析した研究を参考にすると，SNSがCNN（Connecting Nearest Neighbor）
モデルに類似していることが分かっている．今後はイノベーションコミュニティにおけ
る情報のやりとりが WEB 上においても行われることを考慮するとネットワークの与え
方は CNN モデル（Vazquez, 2003）が良いと考えられる．しかし，多くの現実市場にお
けるネットワークを表現することが可能なモデルは BA（Barabashi-Albert）モデルであ
るとも述べられている（Barabasi and Albert, 1999）．そこで，本論文では，CNN モデル
と BA モデルの 2 つを用いてシミュレーションを行う． 
また，本論文で使用する CNN モデルでは，エージェント間のエッジ生成と同時に所
属コミュニティを定義することが可能な三井他（2006）の研究で行われている CNN改
良モデルを採用する．このモデルを基にして，本モデルの消費者ネットワークは以下の
アルゴリズムで生成する． 
 
消費者ネットワーク生成モデル（CNN 改良モデル） 
消費者集団における消費者が 1 人存在する状態から以下の 1)~3)を確率的に行うこと
 
 
62 
 
を繰り返し，消費者が 100人に達成したところで終了する． 
1) 確率 p で新消費者を追加し，ランダムに選択した既存消費者 i とエッジを張る．その
際，新消費者と選択された消費者 i の全ての隣接している消費者とのエッジを次のエッ
ジ候補となる潜在的エッジとして保存する．また，選択された消費者 i がイノベーショ
ンコミュニティに参加している場合には，イノベーションコミュニティと新消費者との
エッジを次のリンク候補となる潜在的コミュニティリンクとして保存する． 
 
2) 確率 q で，潜在的エッジのどれか 1 つを選び実際にエッジを張る．その際，新しく
エッジの張られた消費者 i ， jについて，消費者 i とエッジの張られている全ての消費者
と，消費者 jとのエッジを，次のエッジを張る候補となる潜在的エッジとする．また，
消費者 jとエッジの張られている全ての消費者と消費者 i とのエッジを，次のエッジを
張る候補となる潜在的エッジとする．消費者 i とイノベーションコミュニティがリンク
されている場合には，イノベーションコミュニティと消費者 jとのエッジを，次のリン
ク候補となる潜在的コミュニティリンクとする．また，消費者 jとイノベーションコミ
ュニティがリンクされている場合には消費者 i とイノベーションコミュニティのエッジ
を次のリンク候補となる潜在的コミュニティリンクとする． 
 
3) 確率 qp −−1 で，潜在的コミュニティリンクのどれか１つを実際にリンクする．その
際，イノベーションコミュニティと，消費者 i とエッジの張られている全ての消費者と
のエッジを，次のリンク候補となる潜在的コミュニティリンクとして保存する．また，
新しくコミュニティに参加した消費者 i とそのコミュニティに参加している既存消費者
とのエッジを潜在的エッジとして保存する． 
 以上のアルゴリズムにより，「友達の友達は友達になる」という CNN モデルの基本概
念と同時に，「友達の入っているコミュニティに自分も入りやすい」というコミュニテ
ィ参加の特性を表現できる． 
 
製品選択 
 各消費者は自らのエッジやコミュニティに存在する製品と全消費者が共通に認識で
きる製品空間に存在する製品の中から，4 章と同様の消費者 i の製品 g に対する効用関
数を用いて自らの効用を算出し，最も効用の高い製品を購入する． 
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g
k
iigkik
k
iigkkig cdawdabu *))1(****( ∑∑ −+=  
kb は流行製品の属性値をウェイト表現したものである．4 章のモデルと同様に， igka は
消費者 i が製品 g の属性 k に対して付けた評価値であり，製品を認識した際に製品属性
の値を平均とした正規分布により算出されているため，同じ製品に対しても消費者の認
識の違いが表現されている．∑の 2項のうち前項は流行製品のウェイトをもとに算出し
た効用であり，後項は自らの製品属性に対するウェイトにより算出した効用である．こ
の 2項を他者依存度に従ってどちらに重みを置くかを算出している．また， gc は製品 g
をカットオフした場合は 0，しない場合は 1 と表現される． 
 
製品開発 
製品の開発行動を行うリードユーザー )1( =ii は，エッジ上やイノベーションコミュニ
ティ内に製品投入を行う．ユーザーイノベーションに関わる実証研究では，リードユー
ザーは思いつきやエージェンシーコストの影響，もしくは自らの楽しみのために製品開
発を行うことが分かっている（Jensen and Meckling, 1976; von Hippel, 2005）が，製品投
入の頻度については明らかでない．本モデルでは製品投入確率を 0.05 とし，製品投入
の意思決定を行うものとする．投入を決定した場合には以下の開発意思決定ルールに従
って既存製品の改善を行う． 



=
developnot
tdevelop
develop iki   
otherwise
tckif ikik )( <∃
 
これは，リードユーザー i は自らのカットオフ値よりも高い技術を持っている場合に
はその属性
k
の開発を行なうことを意味している．直近に選択した製品の属性
k
を自
らの技術 ikt に改良する．また，イノベーティングユーザーの大部分は金銭的関心が低
く，その開発製品を無料で知人に公開することも明らかになっていることから(Franke 
and Shah, 2003)，開発した製品はリードユーザー i とエッジが張られている消費者が発
見できると仮定する．また，リードユーザー i がイノベーションコミュニティに所属し
ている場合（ 1=in ）にはコミュニティ内の全消費者がリードユーザー i の製品を発見
できると仮定する．以上のプロセスは，イノベーティングユーザーが自らの選好に基
づいてユーザーイノベーションを起こし，それを他者に提供することを表現している． 
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自己評価 
 消費者は市場における製品選択を行なった後，自身の製品選択の意思決定が正しか
ったのかを以下の適応度関数に従って自己評価する． 
idicibia trendwcpmaxcutwcpsumcutwcpncutwcpifcp *)/1()1( +∗+∗+−∗=  
ただし， 1=+++ dcba wcpwcpwcpwcp  
各消費者はカットオフされずに残る製品( incut )が多すぎると製品属性を正確に認知
することが比較的に困難になるため，カットオフ値の和( isumcut )は高い方がよいが，
カットオフ値の最大値( imaxcut )が高すぎるとその属性の認知を誤りやすくなり，また，
市場における流行製品と自らのカットオフ値の差( itrend )が大きすぎると市場で望む
製品を得ることが出来なくなるため，評価が低くなることを適応度関数は表している． 
次に，リードユーザーである消費者は製品投入により知人から名声を得ることがで
きたのか，もしくは周囲のイノベーションに貢献できたのかを以下の適応度関数 ifct
に従って自己評価する． 
idicibiai sumtechwctmaxtechwctovercutwctsharewctfct *)/1( +∗+∗+∗=  
ただし， 1=+++ dcba wctwctwctwct  
リードユーザーは自らの製品を周りの人に使ってもらえること( ishare )は周りから
名声を得るといったベネフィットがあるため，高く評価される．また，技術を多く持
っている場合( isumtech )や，自らの選好を上回る技術( iovercut )を持っている消費者は開
発能力が高く，他のリードユーザーに対しての技術アシストも行ないやすいため，高
く評価されるが，あまりにも技術が高すぎる( imaxtech )と周りの利用者が認知できなか
ったり，自らのカットオフ値を大きく上回ってしまい，製品の良さを判断できなくな
ってしまうため，評価が低くなることを適応度関数は表現している． 
 
バンドワゴン効果，情報交換，情報収集 
消費者は自己評価の後，自らの選好を修正する．この進化的学習のプロセスには
CAMCaT フレームワークに基づき遺伝的操作を用いる．
 
)(i 交叉（バンドワゴン効果，情報交換） 
4 章では消費者集団におけるバンドワゴン効果を選択の遺伝的操作を用いることで表
現を行なっていたが，本章のモデルではバンドワゴン効果および消費者の情報交換をエ
ッジやコミュニティ内での情報伝播の形で明示的に表現する．この表現のために，4 章
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の企業の進化的学習で用いた選択的交叉をエッジとコミュニティのそれぞれにおいて
適用する．消費者を一人ずつ順番に取り出し，その消費者とエッジの張られている消費
者をランダムに交叉相手として取り出す．選択的交叉を行うかの判断は選好に対する選
択的交叉確率 pCPcrossによって決定する．次に，コミュニティ内からランダムに 2人ず
つ消費者を取り出し，同様に選択的交叉を行う． 
 
)(ii 突然変異（情報収集） 
各消費者は選好突然変異確率 pCPmutに従って突然変異を行なう．これは消費者の
情報収集による選好の変化を意味している． 
 
イノベーションのアシスト，技術開発 
最後に，消費者はイノベーション評価の結果に基づき，自らの技術を修正する．
 
)(i 交叉（イノベーションのアシスト） 
保有技術も選好と同様にエッジとコミュニティそれぞれにおいて選択的交叉が行な
われる．また，技術の選択的交叉確率を pCTcross とする．これは技術を持っている人
が知人に対して技術を与えることでイノベーションのアシストを行なうことを意味し
ている． 
 
)(ii 突然変異（技術開発） 
各消費者は突然変異確率
pCTmut
に従って突然変異を行なう．これは消費者が潜在的
に持っている技術が顕在化することを意味している．実際にユーザーイノベーションに
使われる技術情報は自身の仕事や趣味などの局所的情報から生じることが明らかにさ
れている（Lüthje et al., 2005）． 
 シミュレーションにおいては，製品選択からバンドワゴン効果，情報交換，情報収集
までの一連のプロセスを一期とする． 
 
 
5.3 モデルパラメータの調整 
 現実市場においてユーザーイノベーションの市場ダイナミクスを観測することは不
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可能であるため，ユーザーイノベーション現象の問題に関するスタイライズドファクト
の導出は困難である．そこで，本章のモデルは CAMCaT フレームワークに基づいてい
ることから，4.3 節と同様のスタイライズドファクトを用いて外的妥当性を確保し，モ
デルパラメータを調整する． 
4.3 節と同様に，進化的学習に関するパラメータと製品投入に関するパラメータを
0.01 ずつ変化させ，立ち上がり問題を解消できるパラメータ値の組み合わせを発見する．
この調整においては，リードユーザーが製品投入を行なわない状況で，企業技術が向上
し，消費者の選好が進化することを確認する． 
 進化的学習および製品投入に関するパラメータを表 5.1 のように設定し，シミュレー
ションを行った．  
表 5.1 パラメータ設定 
 
結果として，ほぼすべての消費者が製品選択を行っており（図 5.1），適応度も向上
し続けていることが確認できた（図 5.2）．次節以降のシナリオ分析ではこのパラメー
タセットを用いて実験を行う． 
適応度関数のウェイト
wf a 0.35
wf b 0.25
wf c 0.30
wf d 0.10
交叉確率
pFCross 0.60
突然変異確率
pFMut 0.05
突然変異の分散値
σf 1.00
適応度関数fcpのウェイト wcp a 0.30
wcp b 0.30
wcp c 0.10
wcp d 0.30
適応度関数fctのウェイト wct a 0.40
wct b 0.25
wct c 0.20
wct d 0.15
交叉確率（選好）
pCPCross 0.60
突然変異確率（選好）
pCPMut 0.05
突然変異の分散値（選好）
σcp 1.00
交叉確率（技術）
pCTCross 0.60
突然変異確率（技術）
pCTMut 0.05
突然変異の分散値（技術）
σct 1.00
消費者
集団名 値GAパラメータ名 記号
企業
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図 5.1 製品選択数推移 
 
図 5.2 消費者選好の適応度推移 
 
 
5.4 ユーザーイノベーション現象のシナリオ分析 
本節では，はじめに従来のメーカー企業のイノベーションに関する事例研究からユ
ーザーイノベーション市場で生じる可能性のある市場ダイナミクスに関する仮説を導
出し（5.4.1），その上で，それらの仮説を検証するためのシナリオを設定する（5.4.2）．
シナリオ分析（5.4.3）では設定したシナリオ変数の全ての組み合わせでシミュレーシ
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ョンを行い，仮説支持の有無を市場ダイナミクスの観点から考察する．このようなプ
ロセスで分析を進める理由は，ユーザーイノベーション現象の問題に関しては，4 章
の標準化問題とは異なりシナリオ変数を決定するための事例が全く存在していないこ
とにある．そのため，仮説を導出し，シナリオの設定の方針を定める必要がある．ま
た，ユーザーイノベーション現象の問題では，現実市場において市場ダイナミクスの
観測が不可能であるため，本章のシナリオ分析はあくまでも仮説提示のための分析で
あることに注意する．エージェントベース社会シミュレーションはこのように未だ現
実市場において知見のない現象に対しても適用することに価値がある．特に，本章の
ユーザーイノベーション現象に関しては，企業はその実態すらも把握していないこと
が多いため，このシナリオ分析は企業の認識改善のためにも有効である． 
 
5.4.1 仮説の導出 
 本項では，従来のユーザーイノベーションの実態調査や他のイノベーション研究で説
明されている知見より，ユーザーイノベーションが生じる市場における可能性のある市
場変化に関する仮説を提示する． 
 
仮説 1 
ユーザーイノベーションが観測される前は，イノベーションは企業が起こすものであ
り，消費者はそれを使用する立場であった．もし，従来のマーケティング理論をユーザ
ーイノベーションが生じる市場においても採用すると，企業はセグメント化された消費
者クラスタを同等の選好・ニーズを持つ集まりとして考えるため，その大部分に受け入
れられるような平均的な製品を作ることしかしないであろう．しかし，実際の選好やニ
ーズはセグメント化された中においても非常に多様であるため（Franke and Reisinger, 
2003），自社技術の強みを活かしてセグメント内の全消費者に受け入れられる製品を作
り続けていると，やがてその製品は受け入れられなくなると考えられる．その理由とし
ては，市場には市場ニーズをいち早く把握し，自分のニーズを満たすために解決策を生
むリードユーザー（von Hippel, 2005）の存在があり，彼らは周囲の消費者への選好・ニ
ーズ伝播，技術伝播を引き起こすため，企業が捉えている平均的な選好・ニーズが近い
将来において全く存在しなくなるためである．また，ユーザーイノベーション現象の問
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題に示唆を与える現象としてイノベーションのジレンマがある（Christensen, 1997）．こ
の研究において提示されているバリューネットワークのフレームワークによれば，優良
企業は自社が抱える主要顧客の声に耳を傾けすぎると，その声は持続的なイノベーショ
ンであるため失敗に陥るという．これをユーザーイノーションが生じる市場に適用する
と，確かに消費者は持続的なイノベーションを要求してくるに違いない．リードユーザ
ーは破壊的なイノベーションを要求する場合もあるが，そういったイノベーションに対
して企業は開発コストが掛かることから現在保有している技術で対応することが多い．
そのため，リードユーザーは企業が開発した製品には満足することが出来ないため，は
じめから企業に破壊的イノベーションを要求することは滅多にないと考えられる． 
 このように，従来のイノベーション研究に準えると，リードユーザーの持つ情報を伝
統的なマーケティング手法を用いた企業が得ることは難しい．結果として，企業の技術
は最終的には消費者の選好・ニーズに対応することができずに淘汰されてしまうと考え
られる．これより，以下の仮説 1 を設定する． 
仮説 1：消費者の大部分に受け入れられる製品を生み出そうとする企業はユーザーイノ
ベーションに対応できず，最終的にその企業技術は淘汰される 
 
仮説 2 
 次に，ユーザーイノベーション研究において複数の研究（Franek and Shah, 2003; 
Lakhani and von Hippel, 2003; Jeppesen, 2005; von Krogh et al., 2005）が扱っているイノベ
ーションコミュニティに関する仮説を導出する． 
消費財におけるユーザーイノベーションはメーカーやサプライヤーが起こすイノベ
ーションに比べて，その発生を他者が知ることは非常に困難である．そのため，市場全
体ではイノベーションの同時性により，あらゆるところで同等のイノベーションが発生
するため，市場の失敗をもたらすと考えられている．ここで言う市場の失敗とは，経済
学で一般的に言われている外部性や公共性などが原因で市場均衡が効率的にならない
ことを指しているのではなく，単に市場全体にとって非効率が生じていることを指す
（von Hippel, 2005）．この研究では，リードユーザーは市場の失敗が起きたときに，コ
ミュニティのような形態を探す動機を持つと述べられている．以上より，仮説 2 を設定
する． 
仮説 2：イノベーションコミュニティが存在することにより市場の失敗が解決され，効
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率的に技術開発が行なわれる 
 
仮説 3 
 最後にメーカー企業のユーザーイノベーション活用方法に関する仮説を導出する．仮
説 1 では，ユーザーイノベーションによる製品が消費者に受け入れられると，企業は今
後市場においてイノベーションのジレンマに続く，ユーザーイノベーションのジレンマ
に陥ることを示している．それは企業が伝統的なマーケティング理論に基づき STP を
行い，消費者集団もしくはセグメントの平均像のみにフォーカスすればするほどユーザ
ーイノベーションには対応できなくなるというものである．一方で，複数のユーザーイ
ノベーション研究（von Hippel et al., 1999; Lüthje, 2004; von Hippel, 2005）では，メーカ
ー企業はユーザーイノベーションの質を上回る製品開発を目指すのではなく，ユーザー
イノベーションを活用することが重要であると指摘している．その 1 つの方法としてイ
ノベーションコミュニティの利用が挙げられる．企業はイノベーションコミュニティに
常に注視することで，リードユーザーのイノベーションを吸い上げることが可能になる．
言い換えれば，これはユーザーイノベーションの模倣製品を開発することを意味する．
つまり，従来のマーケティング手法に基づくアプローチから市場の状況を観測するアプ
ローチへの戦略の変更が必要であることを示している．以上より，仮説 3 を設定する． 
仮説 3：企業は従来の消費者の平均像を掴む戦略からユーザーイノベーションを利用し
た製品開発戦略に変更することで技術淘汰を防ぐことができる 
 
5.4.2 シナリオ設定 
 次項で行うシナリオ分析のために，前項の仮説検証のためのシナリオを表 5.2 のよう
に設定する．シナリオはユーザーイノベーションが生じる市場の状況を表す状況シナリ
オと企業の戦略に関する戦略シナリオから構成される．状況シナリオの変数としては，
仮説 2,3 に関わる変数としてイノベーションコミュニティの有無を考える．また，仮説
設定時には表現されていないシナリオ変数としてネットワークモデルを追加した．5.2
節で述べたように消費者間の繋がりを表現するネットワークは従来研究では明らかに
されていないため，CNN モデル利用と BA モデル利用の 2 通りで実験し，仮説支持の
有無がネットワークに依存するのかを検証する．戦略シナリオに関しては，仮説 1,3 の
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観点から，企業は従来のマーケティング戦略に依存した製品空間のみをフォーカスする
という戦略とイノベーションコミュニティ内のユーザーイノベーションを利用した製
品開発を行うという 2 つの戦略を考える． 
表 5.2 シナリオ一覧 
 
 
5.4.3 シナリオ分析 
 以下では，前項のシナリオ用いて市場ダイナミクスを提示し，提示した仮説支持の有
無を検証する． 
 
仮説 1 の検証 
シナリオ 1,4では，イノベーションを起こすリードユーザーを全消費者の 15%として，
ランダムに発生させた状況の下，企業は製品空間のみにフォーカスするという戦略
（ 0=af ）を実施する．シナリオ 1,4 ではイノベーションコミュニティがないため，リ
ードユーザーは自ら開発した製品をエッジ上にのみ公開するので，エッジで繋がれた知
人のみがリードユーザーのイノベーションを発見可能である．また，企業は製品空間に
おける消費者の製品選択状況のみを情報として持ち，多くの消費者に受け入れられる製
品開発を目指す．消費者ネットワークはシナリオ 1 では CNN モデルを，シナリオ 4 で
は BA モデルを採用し，それぞれ図 5.3, 5.4 のネットワークを生成した．また，リード
ユーザーが製品投入を始める時期は 50 期に設定した．図 5.5, 5.6 はそれぞれシナリオ
1,4 における企業が開発した製品とリードユーザーが開発した製品が選択された割合
（%）の推移を示したものである． 
戦略
ネットワークモデル イノベーションコミュニティ 企業のフォーカス対象
無 製品空間 1
有 製品空間 2
有 製品空間＋イノベーションコミュニティ 3
無 製品空間 4
無 製品空間 5
有 製品空間＋イノベーションコミュニティ 6
シナリオ変数
CNN
BA
シナリオ
番号
状況
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図 5.4 消費者ネットワーク(BA) 
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図 5.6 製品選択割合の推移（シナリオ 4） 
CNN モデルによるネットワークは図 5.3 のように一部のエージェントが高い次数を
持つ．このネットワークにおいてリードユーザーは自らの知人に製品を紹介する．そ
の結果，図 5.5 のように徐々にリードユーザーの製品が周囲の消費者に選択されてい
く．企業はリードユーザーにアクセスすることは不可能であり，リードユーザーの製
品は製品空間には公開されないことから企業はこの製品選択の変化に気付くことはで
きず，やがて企業製品の選択される割合が減っていく．本モデルではネットワークの
成長については考慮していないことから製品選択割合はリードユーザーと繋がってい
る消費者数までしか伸びないが，現実市場ではネットワークは成長するため，企業製
品が選択される割合はさらに低くなる可能性があると考えられる．また，BA モデルを
利用した場合にも同様の振る舞いが見られる．これより本シミュレーションは仮説 1
を支持する． 
 
仮説 2 の検証 
 次にシナリオ 2,5 を用いて仮説 2 の検証を行う．シナリオ 2,5 では，シナリオ 1,4 と
同じく企業は製品空間の情報のみを利用することができる．異なる点は，消費者集団
にはイノベーションコミュニティがあるため，コミュニティ内における消費者間の情
報交換が可能になっている．このとき，それぞれのシナリオで製品選択の割合の推移
を示したものが図 5.7, 5.8 である． 
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図 5.7 製品選択割合の推移（シナリオ 2） 
 
 
図 5.8 製品選択割合の推移（シナリオ 5） 
コミュニティが存在することによって消費者の情報交換は活発になり，企業の技術
を上回る製品がリードユーザーの手によって開発されていることが図 5.7, 5.8 より分
かる．これはリーナスの法則で述べられている「Given enough eyeballs，all bugs are 
shallow.（目玉の数さえ十分あれば，どんなバグも深刻ではない）」を説明した現象で
あり，ユーザー一人ひとりは企業の技術に劣っていてもそれが多数になれば企業を上
回ることが可能になる（Raymond, 2000）．また，この現象は市場が非効率になるとい
うユーザーイノベーションの 1 つの問題（von Hippel, 2005）を解消していることを示
している．コミュニティがない場合はリードユーザー間の相互作用が少なく製品開発
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に利用できる技術交換が頻繁には行なわれないため，リードユーザー個人で製品開発
に利用できる技術やアイデアを開発しなければならない．そのため，市場のあらゆる
ところで同様の技術開発が行なわれていることになる．しかし，コミュニティが存在
することで技術交換が促進され効率よく技術利用と製品開発が可能となり，市場の効
率性が増すことになる． 
 
仮説 3 の検証 
 仮説 1,2 の検証より，企業が従来の戦略を変えずにユーザーイノベーションよりも
消費者に好まれる新製品を開発し，普及させることは困難である．この原因は 5.1 節
で述べたように企業がこれまでのマーケティング理論で用いられてきた伝統的な調査
手法を用いているためである．そこで，企業がユーザーイノベーションに対応してい
くための新たな戦略として，イノベーションコミュニティにおけるユーザーイノベー
ションに目を向けることを考える．シナリオ 3,6 では企業の周囲状況パラメータ 1=if
と設定することで，企業はイノベーションコミュニティにおいて多くの消費者が採用
しているユーザーイノベーションを利用して技術開発を行うことが可能になる． 
このとき，シナリオ 3,6 で製品選択した消費者割合の推移を示したものが図 5.9，5.10
である．図 5.9 では，リードユーザーと企業の製品が交互に選択されていることが分
かる．図 5.7 では常にリードユーザーの製品が選択されていたことを考えると，コミ
ュニティにおけるユーザーイノベーションを模倣するという企業戦略は有効であると
考えられる．また，図 5.10 では，企業製品の選択割合がリードユーザー製品の選択割
合を常に上回っている状況が見て取れる．これは，企業が多くの消費者の選好・ニー
ズ情報が集約されたイノベーションを模倣して製品を製品空間に投入することで，イ
ノベーションコミュニティに所属していない消費者の選好も同時に満たすことができ
ることを示している．以上より，ネットワークの形状により製品選択した消費者割合
は量的に変化するが，仮説 2 と比較すると，ネットワークに依存せずイノベーション
コミュニティにおけるユーザーイノベーションを模倣する戦略は有効であるといえる．
よって仮説 3 を支持する． 
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図 5.9 製品選択割合の推移（シナリオ 3） 
 
図 5.10 製品選択割合の推移（シナリオ 6） 
 
 
5.5 本章のまとめ 
ユーザーイノベーションに関わる実証研究の多くはリードユーザーの割合やリード
ユーザーがイノベーションを起こす動機などについて調査が行われてきた．しかし，ユ
ーザーイノベーションが市場全体に及ぼす影響を現実市場において観測することは不
可能である．そこで，本章では，CAMCaT フレームワークを利用して，ユーザーイノ
ベーションの市場ダイナミクスを分析するためのモデルを提示した．また，従来の事例
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研究の知見からユーザーイノベーションが生じる市場において起こりうる可能性のあ
る市場変化についての仮説を導出し，提案モデルを用いたシナリオ分析を行うことで市
場ダイナミクスの観点から仮説が支持されることを示した． 
ただし，本章で提示された市場ダイナミクスはあくまで仮説に過ぎない．その原因は
現実市場においてユーザーイノベーションの採用状況を追跡的に調査することは不可
能であり，現段階では企業の製品売り上げにユーザーイノベーションがどの程度影響が
あるのかを測定できないためである．しかし，本章の仮説と同様に，実際にカイトサー
フィン製品市場においては企業が消費者に好まれる製品を開発することが出来ず，自社
での技術開発を諦めてユーザーイノベーションを模倣した製品を大量生産したという
事例（von Hippel, 2005）も存在している．今後の更なるコンピュータ技術の進歩により
消費者にも容易に製品が開発できるようになると，本章で提示したようなユーザーイノ
ベーションの市場ダイナミクスが生じる市場が増える可能性は高い． 
本章の分析の大きな意義は，ユーザーイノベーションが生じることで企業技術が淘汰
されていく事例が増える前に，可能性のあるユーザーイノベーションの市場ダイナミク
スを可視化することができた点にある．多くの企業はユーザーイノベーション現象の重
要性どころか自社の市場においてユーザーイノベーションが生じていることすらも認
識していない場合が多い．本章のシナリオ分析はこのような企業に対しての認識改善を
行う上でも重要な役割を果たす． 
一方で，ミドルレンジモデルによる現象説明だけでは，特定市場における企業のマネ
ージャーに対してその市場状況に合わせた具体的な戦略意思決定支援を行うことは必
ずしもできない．次章では，現実の特定市場として日本の MTB 製品市場を分析対象と
し，精緻な実証的調査を通して，本章のモデルよりも解像度の高いモデルを構築する．
そして，シナリオ分析を行うことで，特定市場におけるユーザーイノベーション現象の
可能性を分析する．
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第6章 ユーザーイノベーションを活用した製品開発のシナ
リオ分析 
6.1 本章の背景と目的 
前章で述べたように，ユーザーイノベーションが生じる市場において企業が新製品を
普及させるためにはユーザーイノベーションを活用した製品開発が重要である（von 
Hippel, 2005）．そのため，今後のユーザーイノベーション研究における課題は主として
リードユーザーを発見・活用するためのアプローチを構築することといえる．これまで
のリードユーザーに関する研究の多くは，リードユーザーの特徴抽出が主であった
（Franke and Shah, 2003; Lüthje, 2004; Lüthje et al., 2005）．しかし，これらの研究は実態
調査レベルに留まっており発見方法の示唆には至っていない．また，von Hippel et al.
（1999）は，対象市場の製品に精通している専門家のネットワークから対象市場および
先進類似市場におけるリードユーザーを発見し，彼（彼女）らのイノベーションを新製
品開発において活用するリードユーザー手法が提案されている．企業のこれまでの新製
品開発プロセスにおいては，対象市場において多くの消費者の声を聞くという伝統的な
市場調査手法がとられてきたが，このリードユーザー手法は市場においてある特徴をも
った少数のユーザーに着目するという点で大きく異なる．しかし，この手法で捉えたユ
ーザーが本当にリードユーザーの定義どおりの特徴を持っているかは明らかにされて
いない． 
前章では，イノベーションコミュニティが存在する市場において，そのコミュニティ
におけるユーザーイノベーションに着目することで企業の製品開発を改善することを
示した．しかし，前章のモデルはミドルレンジモデルであるため，特定市場の企業マネ
ージャーは自社の市場状況と対応付けた分析を行うことが難しく，具体的な政策を考え
るために使用するには必ずしも十分ではない．そのため，より解像度の高いモデルによ
り，特定市場におけるユーザーイノベーション活用のための戦略を考えていく必要があ
る．そこで，本章では 1 つの特定市場の調査を精緻に行い，解像度の高いエージェント
ベースモデルを構築し，新製品普及のための企業戦略に関するシナリオ分析を行う．つ
まり，本章と前章との大きな違いは，ユーザーやメーカー企業の面接調査や質問紙調査
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を通して内的妥当性を確保したモデルを構築している点である．これにより，現実と接
合した市場ダイナミクス分析が可能になる． 
 
 
6.2 面接調査による消費者行動の抽出 
本節では消費者エージェントのモデルコンポーネントを同定するために，対象市場に
おける消費者および専門家に対して面接調査を行い，定性的な消費者行動特性を抽出す
る．本章で対象とする市場は従来研究（Shah, 2000; Franke and Shah, 2003; Lüthje, 2004; 
Lüthje et al., 2005）においてユーザーイノベーションが多く観測されているアウトドア
関連の製品市場の中から，MTB 製品市場を選択する．面接調査では，MTB 製品市場の
消費者およびMTB の専門家に対して消費者のニーズとその解決に関する行動について
調査を行い，MTB 製品の情報収集と購買，他の消費者との情報交換，コミュニティ活
動，ニーズの発生，リードユーザーによるユーザーイノベーションという 5 点の消費者
行動特性を得た．面接調査は MTB のレース参加者（23名）に対してそれぞれ 10 分～
30 分，多様な消費者を良く知り，自身も MTB の専門家である自転車店の店主 2 名と
MTB協会の方 1名にそれぞれ 1時間ずつ行った． 
 
MTB 製品の情報収集と購買 
消費者は購買前に製品の情報を獲得する．インターネットやカタログを定期的に閲覧
する消費者や自分では一切情報収集はせず自転車店や他の消費者から製品情報を聞く
ことで製品を知る消費者が存在する．また，情報収集を行ったとしても製品情報量の多
さや情報収集の時間的制約が原因で，必ずしも自身のニーズを満たす製品を発見できな
いこともある． 
MTB 製品には非常に高価な製品や一部の消費者のみが必要とする製品が存在するた
め，消費者は自身の所得やライディングスタイルなどを考慮して購買の意思決定を行っ
ている．そのため，消費者によって購買頻度は大きく異なる． 
 
他の消費者との情報交換 
 消費者は他の消費者と自身の持つ製品に対するニーズの相談やニーズに対する解決
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方法の提供といった情報交換を行う．その頻度は消費者が MTB 活動にかける時間や他
の消費者との交遊度合いによって異なる．また，ニーズの内容によっても相談頻度は異
なり，そのニーズに対する解決のモチベーションや知人との話題性などを考慮して，自
身のニーズ相談の要否を決定する．他の消費者に対するニーズの解決においては，金銭
的見返りを求めたり，解決方法を隠したりすることはほとんどなく，むしろ自分で開発
した製品を他の消費者に見せたいという欲求が強い．これは，オープンソースソフトウ
ェアの研究において，自身の名声をあげたい，以前に解決を提供してくれた方への恩返
しをしたいという理由で消費者が自身の解決を無料公開する（Raymond, 2000; Lakhani 
and Wolf, 2005）という知見と一致している． 
さらに，消費者は他の消費者からニーズを相談された場合にそのニーズが自身にとっ
てのニーズでもあると認識することがある．その原因は，情報交換を行う消費者は近い
MTB 活動環境にいることが多く，同様のニーズを暗黙的に抱えているためである． 
 
コミュニティ活動 
 MTB 製品市場にはチームやサークルといった MTB のコミュニティが多く存在する．
消費者の中には複数のコミュニティに所属している人もいれば，コミュニティ活動を好
まない消費者も存在する．コミュニティでは定期的なツーリングや大会への参加を行っ
ており，その活動の際に消費者は自身のニーズやそのニーズに対する解決方法などに関
する情報交換を行っている．しかし，MTB 製品市場には前章のような明確なイノベー
ションコミュニティは存在しないため，MTB 製品市場におけるコミュ二ティにはユー
ザーイノベーションを起こそうとする目的はない．ただし，情報交換を通してコミュニ
ティ内の消費者間でニーズやそのニーズの解決手段が授受されることがある． 
 
ニーズの発生 
 近年の MTB 製品は非常に高品質になっているため，MTB 活動中に消費者が大きな問
題を抱えたり，頻繁に製品ニーズが発生することは少ない．しかし，多くの消費者から
細かな改良や開発を望む声は多々ある．数年前までは，MTB 製品には多くの改善点が
あったため，消費者は頻繁に MTB 活動中に頻繁に問題に直面し，ニーズが発生してい
た．ニーズの発生頻度はその消費者の MTB 活動スタイルに依存しており，過酷な状況
で活動しているユーザーは高頻度でニーズが発生する． 
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リードユーザーによるユーザーイノベーション 
 現存する MTB 製品の中にはユーザーイノベーションが基になって製品化されている
ものが多く存在している．経験年数の長い消費者はユーザーイノベーションがきっかけ
となって生まれた多くの MTB 製品を知っている．また，ここ数年で生じたユーザーイ
ノベーションの中に，企業による製品化は行われていないが，消費者間で広まり多くの
消費者が好んで使っているイノベーションが存在している． 
 
 
6.3 消費者エージェントの特性 
 前節で述べた面接調査から得られた知見およびユーザーイノベーション研究におけ
る重要な概念である情報の粘着性とリードユーザーの定義を基に，消費者エージェント
のモデルコンポーネントを以下のように定める． 
 
内部モデル 
 内部モデルは，リードユーザーとノンリードユーザーを区別する消費者属性，ニーズ
情報と解決情報，製品の情報収集頻度および購買頻度，他の消費者やコミュニティメン
バーとの接触可能性と接触頻度，他の消費者やコミュニティメンバーへの相談頻度，ニ
ーズ発生頻度から構成される．本モデルにおけるニーズは企業製品やユーザーイノベー
ションなどの解決策と対応がとれる顕在ニーズのみを扱う．この内部モデルの要素は以
下のユーザーエージェントの行動を規定するものである． 
 
製品情報収集と製品購買 
 各消費者は内部モデルにおける情報収集頻度に基づいて，自身のニーズを解決する可
能性のある製品を探索し，製品を発見した際には購買頻度に基づいて購買する．情報収
集頻度や購買頻度は，本章ではモデル化されない所得やライディングスタイルなどの消
費者属性により決定されるものであり，消費者によって製品の情報収集や購買時期が異
なることを表している． 
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ニーズの相談と解決策の提供 
消費者間の情報交換を考える上で，情報の粘着性を考慮する必要がある．MTB 製品市場
における消費者は自身と近い活動環境にいる消費者に相談を行うことで情報交換することが
多いため，消費者が保有しているニーズ情報は伝わりやすい．しかし，解決情報は消費者自
身の専門分野やMTB以外の趣味などから生成されることが多いため（Lüthje et al., 2005），あ
る消費者から他の消費者への解決情報の伝播は容易ではないと考えられる．この仮定の下に，
以下のように消費者は情報交換を行うものとする． 
各消費者は製品購買の後，未解決のニーズに関して情報交換が可能な消費者に対し内
部モデルにおける相談頻度に従ってニーズの相談を行う．ここで，情報交換が可能な消
費者とは，消費者間では自身とエッジで繋がれている消費者，自身が所属するコミュニ
ティ内ではコミュニティ内の全消費者とする． 
相談された消費者がそのニーズに対する解決情報を保有している場合には情報提供
を行う．その解決情報が相談された消費者自らが生成した情報であれば，十分な説明が
可能であるため相談されたニーズを解決しやすい．しかし，その解決情報が相談された
消費者もまた過去に他の消費者から提供された情報である場合には，必ずしも上手く説
明することができない．このとき，相談した消費者がその解決情報を受容するかどうか
を解決情報の受容度によって判定する．この受容度は相談された消費者が提供する解決
情報の情報源によって異なる．解決情報の情報源としては，大きく分けて企業製品とユ
ーザーイノベーションの 2 つに分類される．情報源が企業製品である場合には，解決情
報の提供は製品紹介を意味しているため，比較的消費者間での伝達が容易である．しか
し，ユーザーイノベーションによる解決情報はその情報を生成した消費者の専門分野や
MTB 以外の趣味に依存しているため伝達が困難である．以上より，企業製品による解
決情報の受容度はユーザーイノベーションによる解決情報の受容度より高いと仮定す
る． 
一方で，相談された消費者がそのニーズに対する解決情報を保有していない場合には，
相談された消費者にそのニーズが伝播する可能性がある．ここで，リードユーザーの定
義よりリードユーザーが持つニーズはノンリードユーザーが持つニーズよりも伝播し
やすいと仮定する． 
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ニーズの発生とユーザーイノベーション 
 各消費者は内部モデルにおけるニーズ発生頻度に従ってニーズが発生する．これは，
消費者の MTB 活動の中から新たなニーズが生じたことを意味している．また，リード
ユーザーは未解決のニーズが存在する場合に一定の頻度でそのニーズを自ら解決する．
これはリードユーザーが自身のニーズを自身の開発により解決することで高い効用を
得ることを表現している． 
 
 
6.4 消費者エージェントモデル 
消費者集団には AN人の消費者エージェントが存在し，そのうち，リードユーザーの
割合を rLU とする．消費者集団に対するシミュレーションは以下のように行われる（図
6.1）．消費者集団が初期生成された後，企業製品情報の収集からユーザーイノベーショ
ンまでを 1 期として ST 期繰り返す．ただし，ノンリードユーザーはユーザーイノベー
ションを行うものとする． 
 
図 6.1 消費者エージェントの行動フロー 
 
消費者集団の初期生成 
消費者エージェント i は自身の行動を規定するルールとなるエージェントに内在化さ
れたモデル（内部モデル IMi）を有する． 
企業製品情報の収集
企業製品の購入
他ユーザーとの相互作用
コミュニティ内での相互作用
ニーズの発生
ユーザーイノベーション
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内部モデル IMiは，リードユーザーとノンリードユーザーを区別するためのエージェ
ント属性 Ai∈{0,1}，他の消費者 j との製品に関する情報交換の可能性を示すエッジ
Ei=(eij) j=1,...,AN, eij∈{0,1}，コミュニティkへの所属の有無を表すCi=(cik) k=1,...,CN, cik∈{0,1}，
ニーズ番号 l のニーズの有無を表す Ni=(nil) l=1,...,SN, nil∈{0,1}，ニーズ nilに対する解決を
表す Si=(sil) l=1,...,SN, sil∈{0,1}，企業の製品情報を収集する確率 pSearchi∈[0,1]，企業製品
を購買する確率 pPurchasei∈[0,1]，他の消費者との接触回数 nContacti∈Ν，新規ニーズ
発 生 確 率 pNewNeedsi ∈ [0,1], ニ ー ズ nil の 他 の 消 費 者 へ の 相 談 確 率
PEi=(pEAdvisementil)l=1,...,SN, pEAdvisementil∈[0,1]，コミュニティメンバーへの相談確率
pCAdvisementi∈[0,1]という 11 個のパラメータから構成され，これらのパラメータによ
りエージェントの異質性を表現する．ただし，j は消費者番号，k はコミュニティ番号， 
l はニーズおよび解決番号とし，CN，SN をそれぞれ消費者集団内に存在するコミュニ
ティ数，1 消費者が保有する可能性のあるニーズおよび解決の最大数とする．  
消費者 i がリードユーザー（Ai=1）の場合は，自らのニーズを自身の開発により解決
する可能性があるため，ユーザーイノベーションのフェーズを通る．一方，ノンリード
ユーザー（Ai=0）はユーザーイノベーションを行わない．ニーズ（Ni）および解決（Si）
は桁数 SN のビット列として表現され，各ビットは 0,1 とする（図 6.2）．ニーズにおい
て，あるビットが 1 の場合には，消費者がそのニーズを保有していることを表す．同様
に，解決ビット列におけるあるビットが 1 の場合はそれに対応するニーズの解決を行っ
たことを示す．解決ビットが１のところではニーズがなく，ニーズビット列と解決ビッ
ト列において同じ位置のビットに同時に１が立つことはない．  
 
図 6.2 ニーズビット列と解決ビット列の例 
SN=7．消費者 i がニーズ ni4，解決 si3を保有（ni4=1，si3=1） 
前章のモデルと同様に，エッジ（Ei）とコミュニティ（Ci）は消費者 i のネットワー
クを表現している．eij=1 の場合は消費者 i と消費者 j がエッジで繋がれ，製品に対する
ニーズや解決についての情報交換を行うことが可能であることを表す．一方，cik=1 の
場合は消費者 i がコミュニティ k に所属しており，コミュニティ k 内のメンバーと情報
交換が可能であることを示す．つまり，ネットワークで繋がれた消費者同士は，近い
0 0 0 1 0 0 0
0 0 0 0 1 0 0
ニーズNi
解決Si
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MTB 活動環境にいることを意味する．これらのパラメータはシミュレーション時に生
成されるネットワーク構造によって決定される．ネットワーク構造は以下のアルゴリズ
ムにより生成され，それ以外の内部モデルパラメータはネットワークが生成された後に
決定される．詳細なパラメータ値の設定については 6.6節で述べる． 
MTB 製品市場の消費者間のネットワークは主に知人を伝って形成されていることか
ら，前章で使用したネットワークモデルと同じく CNN モデル（Vazquez, 2003）を使用
する．また，MTB 製品市場にはチームやサークルといったコミュニティを形成して活
動する消費者が多く存在しており，ネットワーク構造にエッジのみではなく明示的にコ
ミュニティ構造を取り入れる必要がある．そのため，三井他（2006）のコミュニティ構
造が表現可能なネットワーク成長アルゴリズムを用いる． 
以下のエッジを張るステップ 1)～4)を繰り返し，消費者が AN人に達成したところで
ネットワーク成長を終える．以下のアルゴリズムでは，消費者間で張られるエッジ，消
費者－コミュニティ間に張られるコミュニティエッジの他に，次ステップ以降でエッジ
が張られる可能性を示す消費者間に張られる潜在エッジと消費者－コミュニティ間に
張られる潜在コミュニティエッジを用いる．前章で用いたネットワーク生成アルゴリズ
ムと異なる点はコミュニティが複数追加される点である．このようにアルゴリズムを修
正したのは，MTB 製品市場には前章で扱ったイノベーションコミュニティは存在しな
いが，ニーズやニーズの解決情報が交換可能なコミュニティが複数存在しているためで
ある． 
1) 確率 p で新消費者 i を１人追加し，ランダムに選択した既存消費者 j とエッジを張
る． 
2) 確率 q で，潜在エッジのどれか 1 つをエッジとする．  
3) 確率 r で，新コミュニティ k を追加し，ランダムに選択した既存消費者 i とそのコ
ミュニティにエッジを張る． 
4) 確率 1-p-q-r で，潜在コミュニティエッジのどれか 1 つをコミュニティエッジとす
る．  
ただし，全てのステップにおいて，消費者 i,j 間にエッジが張られた際には，消費者 i
とエッジが張られている全消費者と消費者 j との間に潜在エッジを張る．同様に，消費
者 j のエッジが張られている全消費者と消費者 i との間に潜在エッジを張る．また，消
費者 i とコミュニティ k にコミュニティエッジが張られた際にはコミュニティ k とコミ
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ュニティエッジが張られている全消費者と消費者 i との間に潜在エッジを張り，消費者
i とエッジの張られている全消費者にコミュニティ k との潜在コミュニティエッジを張
る． 
 
企業製品情報の収集 
消費者 i は企業製品が存在している製品空間の中で自身のニーズを解決する製品を情
報収集確率 pSearchiで探索する．製品空間には，ニーズビット列と同じ桁数で，解決可
能なニーズを示した製品ビット列が複数存在する．製品についての詳細は 6.5.2 で述べ
る．また，製品空間の中に自身のニーズを解決する製品があったとしても，消費者には
情報収集能力の限界や時間的制約があるため，必ずしも製品を発見することはできない．
そこで，消費者は発見確率 PG によって自身のニーズを満たす製品情報を獲得できると
仮定する． 
 
企業製品の購買 
消費者 i は自身のニーズを解決する製品を発見した場合に，購買確率 pPurchaseiで購
買を行う．消費者が自身の持つニーズ nil (=1)を解決する製品を購買すると決定した際に
は，nil:1→0，sil :0→1 とパラメータ値が変化する． 
 
他の消費者との相互作用 
消費者は自身とエッジが張られている消費者と情報交換を行う．消費者集団内からラ
ンダムに 1人ずつ消費者を選択し，選択された消費者 i は自身とエッジが張られている
消費者から nContacti人の消費者をランダムに選択し，接触する．その後，消費者 i は接
触相手の消費者 j に対して，ランダムに選択したニーズ nil (=1)を相談確率 pEAdvisementil
で相談する． 
次に，消費者 j がそのニーズ nilと同じ位置 l の解決情報を保有していれば（sjl=1），消
費者 i のニーズ nilを解決する可能性がある．その解決情報 sjlの生成者が消費者 j，つま
り消費者 j が自らのユーザーイノベーションにより生成した情報，もしくは自らの情報
収集により発見した製品による情報であれば十分な説明が可能であるため，確率 1 で消
費者 i に伝えることができる．しかし，消費者 j が保有している解決 sjlが過去に他の消
費者から提供されたものである場合は，必ずしもその解決 sjlを消費者 i に伝えることは
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できない．そこで，消費者 i は消費者 j から提供された解決 sjlの受容の判定を確率的に
行う．消費者 j が消費者 i に対して提供する解決 sjlが過去に他の消費者のユーザーイノ
ベーションから得た解決情報であれば受容確率を PS，他の消費者からの製品紹介によ
り得た解決情報であれば受容確率を PP とする．ただし，PP > PS とする．この確率で
消費者 i が解決 sjlを受け入れた場合には，nil:1→0，sil :0→1 とパラメータ値が変化する．
以上のプロセスは，消費者間でのユーザーイノベーションや企業製品による解決情報の
提供を意味している． 
一方で，消費者 i が消費者 j にニーズ nilを相談した際に，消費者 j がそのニーズに対
応した解決 sjlを保有していなければ，消費者 i のニーズが消費者 j に伝播する可能性が
ある．これは近い活動環境にいる消費者間ではニーズが伝わりやすい，もしくは MTB
活動中に同じニーズを有しやすいことを表現している．しかし，一度のニーズ相談でニ
ーズが伝わるのではなく，MTB 活動を通してそのニーズに気づくことも多々あるため，
消費者 i のニーズは確率的に消費者 j に伝播すると仮定する．ただし，リードユーザー
（Ai=1）のニーズが伝播する確率 PNL の方がノンリードユーザー（Ai=0）のニーズが伝
播する確率 PNN よりも大きいと仮定する（PNL>PNN）．これは，リードユーザーは市
場の先端にいる消費者であるという定義に基づくモデルの仮定である．この確率で消費
者 i のニーズ nilが消費者 j に伝播した際には，njl:0→1 とパラメータ値が変化する． 
 
コミュニティ内での相互作用 
 コミュニティ k は 1 ヶ月の間に活動を行う確率 pActivityk，ニーズを共有する確率
pNSharek を有する．消費者 i がコミュニティ k に所属している場合には，活動確率
pActivitykに基づきコミュニティkに入っている消費者とツーリングや大会参加などのコ
ミュニティ活動を行う．その際に，コミュニティでの相談確率 pCAdvisementi で，自身
のニーズ nil（=1）を相談する．その後，ニーズ共有確率 pNSharek で共有されたと判断
された際には，以下のルールでニーズの解決，ニーズの伝播が行われる． 
コミュニティ k 内に消費者 i が保有するニーズ nilを解決する可能性のある消費者 j が
いる場合 [∃j (j≠i, cjk=1, sjl =1)]は，消費者 j により提供された解決 sjlを消費者 i が受け
入れるかどうかの判定をエッジでの相互作用と同様に PS もしくは PP を用いて，確率
的に行う．受け入れる場合には，nil:1→0，sil :0→1 とパラメータ値が変化する． 
一方で，コミュニティ k 内に消費者 i のニーズ nilを解決する可能性のある消費者 j が
第 6 章 ユーザーイノベーションを活用した製品開発のシナリオ分析 
89 
 
いない場合 [∀j (j≠i, cjk=1, njl =0)]は，コミュニティ k 内の消費者 i以外の全消費者 j がエ
ッジでの相互作用の時と同様にニーズ受容確率 PNL もしくは PNN で，njl:0→1 に変化
する．以上の一連のプロセスはコミュニティ活動時におけるニーズや解決の伝播を意味
している． 
 
ニーズの発生 
 消費者 i はニーズ発生確率 pNewNeedsiで，ニーズと感じていないニーズの中からラン
ダムにひとつ選択し，nil：0→1 とする．実際には市場が成長するにつれて市場における
ニーズの多様度は変化し，ニーズ番号ごとにニーズ発生の頻度を考慮する必要があるが，
網羅的に市場ニーズを調査することは困難であるため，本モデルではランダムにニーズ
nilを選択する． 
 
ユーザーイノベーション 
 消費者 i がリードユーザー（Ai=1）の場合，ユーザーイノベーション確率 PUI で自身
が保有しているニーズの中からランダムにひとつのニーズ nil (=1)を選び，nil:1→0,  
sil:0→1 とパラメータ値を変化させる．  
 
 
6.5 企業モデルと製品開発シナリオ 
本節では，自転車メーカーへの面接調査（6.5.1）の結果に基づき，企業のモデル化（6.5.2）
と製品開発戦略シナリオの設定（6.5.3）を行う． 
 
6.5.1 面接調査 
 企業に対する面接調査では，消費者ニーズ情報の収集方法，製品コンセプトの決定方
法，製品化の時期，規格の遵守，について情報を得た． 
 
消費者ニーズ情報の収集方法 
 企業は主に日頃から消費者と接している自転車販売店の店主から情報収集すること
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で，効率的に消費者ニーズ情報を獲得している．直接消費者に接触してニーズを調査す
るのは自転車関連のイベント時のみで，調査目的で消費者を集めることはほとんどない． 
 
製品コンセプトの決定方法 
企業は利益獲得が主目的であるため，市場における消費者の全ニーズに応えることは
不可能である．獲得したニーズに関する市場調査を行って，見込める需要，市場全体の
流行や競合他社の動き，自社の技術レベルなどを考慮して判断する． 
 
製品化の時期 
 製品化にかかる時間は製品や価格帯によって異なるがニーズ抽出から製品販売まで1
年程度の製品が多い．ただし，製品カテゴリや価格帯によっては 2年程度の製品もある． 
 
規格の遵守 
 製品の安全面や品質面において満たす条件が多く存在するため，仕方なく機能を低下
せざるを得ない場合がある．ニーズを把握していても，JIS 規格や社内規格などの遵守
すべき規格があるため，大手メーカーはジレンマを抱えている． 
 
6.5.2 企業モデル 
 本章では，企業間の相互作用から発現する市場ダイナミクスを分析することが目的で
はないため，モデル上では企業数を 1 とする．企業は消費者ニーズと同じ桁数の技術
T=(tl) l=1,...,SN, tl∈{0,1}を有する．ただし，初期状態では（∀l）tl=0 とする．この技術ビッ
ト列は企業の製品化に用いる技術を表している．  
企業は消費者が保有しているニーズや解決についての情報を獲得する．この獲得した
情報を基に 6.5.3項で述べる 2 つの製品開発戦略シナリオに従って，技術ビット列にお
いて自社が開発する位置 h を決定する．ただし，この技術開発の意思決定は DN 期に 1
回行う．この技術開発間隔DNはシミュレーションの振る舞いに影響を与えるため，6.6.2
項のキャリブレーションにより同定する． 
その後，企業は技術（th）を開発し製品化する．技術開発にかかる時間は TN 期とし，
この期間後に技術開発が終了し，th: 0→1 と変化する．技術開発後，企業はその技術を
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用いて製品 m を製品ビット列 Pm=(pml) l=1,...,SN, pml∈{0,1}として製品空間へと投入する．
ただし，製品番号を m とし，期数が増えるにつれて製品数は増える．本モデルでは 1
つの技術により 1 つの製品を開発できると仮定する．つまり，投入製品のビット列は位
置 h のビットが 1 で，それ以外は 0 となる（図 6.3）．また，製品は 1 が立っている位置
に対応したニーズのみを解決することができる． 
 
図 6.3 技術開発と製品化の例 
SN=7．企業が t1を開発し，TN期後に t1: 0→1に変化する．その後，pm1=1の製品 Pmを市場へ投入する． 
 ここで，本モデルにおけるニーズ，製品，技術の関係を考えると，これらは全て 1対
1 の対応関係が与えられている．その理由は，MTB 製品市場におけるユーザーニーズ
は製品の局所的な部分に関わることが多く，あるニーズを解決する技術が必ずしも他の
ニーズの解決へと繋がらないためである．また，本論文の枠組みによる分析の焦点はニ
ーズ情報や解決情報の伝播であるため，本質的には消費者ニーズとそのニーズを解決す
る技術という 1対 1 の対応関係を考えた分析が基礎となる． 
 
6.5.3 製品開発戦略シナリオ 
本章では，企業が市場における多くの消費者ニーズを解決するために製品を開発する
という状況を想定し，本章では前章で提示した仮説に基づいて 2 つの製品開発戦略シナ
リオを設定する．1 つ目は，質問紙調査等を用いて消費者ニーズを獲得するという伝統
的な市場調査手法を用いた製品開発である．2 つ目は，ユーザーイノベーションを活用
した製品開発である．本章では，企業はリードユーザーを発見できるという仮定の下で，
ユーザーイノベーションを模倣するという簡単な戦略を考える． 
近年では IT 化の影響もあり，WEB 上での多様な顧客情報の獲得方法が提案されてお
り，伝統的な手法のみを使用する企業は少なくなってきている（川上，2005）．また，
技術T
製品Pm
0 1 0 1 0 0 1
0 0 0 0 0 0 1
技術T 0 1 0 1 0 0 0
TN期
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ユーザーイノベーションの活用戦略も意思決定支援の観点から言えば，具体的な代替戦
略を複数考えて分析を行う必要がある．しかし，6.7 節で行うシナリオ分析ではユーザ
ーイノベーション活用支援の観点から特定市場の分析の可能性に主眼を置いているた
め，これらの極端な 2 つの戦略のみをシナリオとして扱う． 
 
戦略シナリオ 1 : 伝統的な市場調査手法による製品開発 
伝統的な調査手法を用いた企業の製品開発では，ニーズの多様性を考慮した製品開発
はコストがかかるため，一般的に多くの消費者に共通するニーズを探し，それに対応す
る製品を開発する．本章における企業に対する面接調査結果もこれに整合している．ま
た，情報の粘着性の観点から企業の製品開発を考えると，企業は消費者の保有するニー
ズ情報をその正確性を失わずに自社へ移転することは困難である．つまり，企業が消費
者集団における共通ニーズと考え獲得した情報は，実際に消費者が解決してほしいと考
えているニーズとは異なるという状況が頻繁に生じる（von Hippel, 1994）．  
また，面接調査から明らかになったように企業は製品開発意思決定の際に規格の遵守
や自社技術の強みを考慮するため，必ずしも獲得したニーズ情報のみで製品化の決定を
行わない．以上より，戦略シナリオ 1 を以下のように設定する． 
企業は消費者集団においてランダムに選択した 10%の消費者からニーズ情報を獲得
する．その中からニーズビット列の位置 l の近傍 l±IS ビットにあるニーズ数を計算す
る．全てのニーズ番号の中から，このニーズ数が最も大きいニーズ m の近傍 m±IS ビ
ットを解決対象ニーズとし，その解決対象ニーズの中から 1 つのニーズ番号 h をランダ
ムに選択し，開発対象技術 thとする．ニーズ番号 lや m の近傍のニーズを含めて計算す
ることで，ニーズ情報の粘着性による正確なニーズ移転の困難さや企業が規格や自社技
術を考慮した製品開発を行うことを表現する． 
以上の一連のプロセスは，企業が消費者からニーズを抽出し，そこから得たニーズ情
報を分析して多くの消費者に受け入れられる平均的な製品を開発することを意味して
いる． 
 
戦略シナリオ 2: ユーザーイノベーション活用による製品開発 
 前章では，イノベーションコミュニティ内におけるユーザーイノベーションを活用し
た製品開発を考えた．本章の MTB 製品市場のモデルではイノベーションコミュニティ
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が存在しないため，企業がリードユーザーを発見できるという仮定の下に，彼（彼女）
らのイノベーションを模倣するという簡単なユーザーイノベーション活用方法を戦略
シナリオ 2 として設定する．これは，前章のミドルレンジモデルにより得た知見を本章
のファクシミリモデルが支持するのかを確認するためのシナリオでもある．実際のファ
クシミリモデルの活用方法はミドルレンジモデルでは接近できないより具体的な戦略
代替案を実験できることが強みであるが，ユーザーイノベーションに関しての具体的な
戦略代替案を現段階で考えることは難しいため，まずは本モデルの有効性を確認する． 
戦略シナリオ 2 では，企業は消費者集団においてランダムに選択した 1%のリードユ
ーザーから解決情報を得る．その中から最も解決数の多い位置 h を 1 つ選択して，それ
を開発する技術（th）とする．  
 
 
6.6 モデルパラメータ値の設定 
本節では，消費者エージェントのモデルパラメータの値を MTB 製品市場における消
費者 466 名に対する質問紙調査により同定する（6.6.1）．質問紙調査からは得ることが
困難なパラメータ値については，市場のマクロデータに適合するように調整を行う
（6.6.2）． 
 
6.6.1 質問紙調査によるパラメータ値の同定 
質問紙調査では，消費者に対して表 6.1 の各項目について調査を行い，その結果から
モデルパラメータ値を同定した．  
シミュレーションにおいて，1 期は現実市場における 1ヶ月に対応させ，パラメータ
値を同定する．つまり，情報収集確率や購買確率は 1ヶ月あたりの行動確率となる． 
 
ネットワーク構造 
本章のシミュレーションにおいては，消費者エージェント数 AN を 1000 に, ニーズ・
解決数 SN を 100 にそれぞれ設定したうえで，質問項目 1～3 より消費者集団のネット
ワーク構造に関するパラメータを設定する．AN，SN の値は質問紙調査から得るのでは
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なく，シミュレーション時に消費者間の情報交換により解決ビット列における全てのビ
ットに 1 が立つことがないように十分な値を設定した． 
表 6.1 質問項目 
 
ネットワーク生成におけるネットワークパラメータは，三井他（2006）の研究と同様
の方法を用いる．6.4節で示したアルゴリズムを n回繰り返した場合には確率的に np人
の消費者エージェント，n(p+q)個のエッジが生じる．1 つのエッジで次数が 2 増えるこ
とから，平均次数は 2n(p+q)/np である．同様の考え方から，平均コミュニティ参加数は
n(1-p-q)/np個となる．本章における質問紙調査から，平均次数は約 6.48, 平均コミュニ
ティ参加数は約 0.74 と得た. よって，2n(p+q)/np = 6.48, n(1-p-q)/np= 0.74 を解き，p=0.251, 
q=0.563 とする．また，アルゴリズムを n回繰り返すと，nr個のコミュニティができる
ため，ノード数とコミュニティ数の比は p/r となる．本調査では MTB 製品市場全体の
コミュニティ数を調査することは困難であるため，平均コミュニティ参加数とコミュニ
ティの平均メンバー数から，コミュニティ数を推定する．質問紙調査より 1 消費者は平
均して 0.74個のコミュニティに参加しており，本シミュレーション実験では 1000人の
消費者が存在することから，740 人が 1 つのコミュニティに参加していると仮定する．
また，調査より 1 コミュニティは平均して 12.41 人の消費者が所属していることから，
740 を 12.41 で除し，コミュニティ数を算出する．算出したコミュニティ数（59.65）に
対する消費者数の比率は 1000/59.65 であるため，p/r =1000/59.65 を解いて，r=0.0150 と
する． 
 
 
　モデルコンポーネント　モデルパラメータ No. 質問内容
　ネットワーク構造
ネットワーク生成パラメータ
p
,
q
,
r
1 参加しているMTB関連のコミュニティ数
2 参加コミュニティに所属しているユーザー数
3 MTB製品について情報交換を行うことができる知人数
　ユーザーエージェント
ユーザー属性 A i 4 自身の製品開発によるニーズの解決経験の有無
情報収集確率 pSearch i 5 カタログやインターネットからの情報収集回数
製品購買確率 
pPurchase i 6 製品買い替え回数
他ユーザーとの接触回数 
nContact i 7 知人との接触延べ人数
新規ニーズの発生確率 
pNewNeeds i 8 MTB活動経験期間
9 MTB活動内で発生したニーズ数
他ユーザーへのニーズ相談確率 pEAdvisement il 10 これまで生じたニーズ
11 各ニーズの発生時期
12 各ニーズの解決時期
13 各ニーズの他者への延べ相談回数
コミュニティ内でのニーズ相談確率 pCAdvisement i 14 コミュニティへの所属期間
15 コミュニティメンバーへの相談回数
　コミュニティ
コミュニティの活動確率 
pActivity k 16 所属コミュニティの活動回数
コミュニティ内の情報共有確率 pNShare k 17 コミュニティ活動時にニーズを相談した回数
18 コミュニティ内で相談したニーズが共有された回数
第 6 章 ユーザーイノベーションを活用した製品開発のシナリオ分析 
95 
 
消費者エージェントの内部モデルパラメータ 
質問項目 4～15 より，6.4 節で説明した消費者エージェントの内部モデルパラメータ
を表 6.2 のように設定する．まず，消費者に対してユーザーイノベーション経験の質問
によりリードユーザーとノンリードユーザーを区別する．調査の結果，リードユーザー
の割合（rLU）は全消費者 466名のうち 127名であったことから，rLU＝0.273 とし，1000
エージェントのうち，リードユーザーを 273名，ノンリードユーザーを 727名とする．
海外のアウトドア製品やMTB 製品（Lüthje, 2004; Lüthje et al., 2005）においては，イノ
ベーション経験のある消費者の割合が 1,2割程度である．また，これまでのユーザーイ
ノベーションの実証研究では 10～40%の消費者が製品開発や改良に関与している（von 
Hippel, 2005）．本章のリードユーザーの割合はこれらの研究とほぼ整合しているといえ
る．確率パラメータは表 6.2 のように正規分布を用いて生成する．  
表 6.2 消費者エージェントの内部モデルパラメータ値 
 
情報収集確率（pSearchi），製品購買確率（pPurchasei），他の消費者との接触回数
（nContacti），新規問題・ニーズの発生確率（pNewNeedsi）に関してはリードユーザー
とノンリードユーザーに分け，パラメータを割り当てるための正規分布を同定した．ま
た，この 4 つのパラメータは，平均値においてノンリードユーザーよりもリードユーザ
ーのほうが大きい値を示し，製品購買確率以外の 3 つにおいて有意な差が認められた
（p<0.05）．リードユーザーがノンリードユーザーよりも情報収集やニーズ発生の確率
が大きいという調査結果は，リードユーザーが製品情報に敏感でニーズに直面しやすい
という従来研究（Lüthje, 2004）の知見と一致している．製品購買確率について有意差が
認められなかった原因は，面接調査で明らかになったように MTB 製品が日用品のよう
に簡単に購入できるほど安価ではないことが原因であると考えられる． 
ニーズの相談確率（pEAdvisementil）は，消費者が自由記述した各ニーズについて，発
変数名 表記
LU
の値
NLU
の値
　ユーザー属性
A i 1 0
　エッジ
E i =(e ij )
　コミュニティ
C i =(c ik )
　ニーズ
N i =(n il )
　解決
T i =(t il )
　情報収集確率
pSearch i N（0.36, 0.332)で生成 N（0.26, 0.322)で生成
　製品購買確率
pPurchase i N（0.26, 0.292)で生成 N（0.19, 0.272)で生成
　知人との接触回数
nContact i N（3.85, 4.542)で生成 N（2.87, 2.772)で生成
　新規ニーズの発生確率
pNewNeeds i N（0.10, 0.182)で生成 N（0.06, 0.132)で生成
　ニーズの相談確率
pEAdvisement il
　コミュニティ内でのニーズ相談確率
pCAdvisement i
各ニーズ発生時にN（0.27, 0.42
2
)で生成
エージェント生成時にN（0.09, 0.16
2
)で生成
逆シミュレーションにより決定
逆シミュレーションにより決定
全てのニーズを0
全ての解決を0
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生した時期と解決した時期の間の相談回数から相談確率を求め，調査から得た全ニーズ
によりニーズの相談確率分布を求めた．また，コミュニティ内の消費者への相談確率
（pCAdvisementi）はコミュニティの総活動回数のうちコミュニティ内で相談した総回数
から消費者ごとに相談確率を求め確率分布を同定した．（これらの統計量は付録 B に示
す） 
また，エージェント属性 Aiと次数（エッジの数），次数と情報収集確率 pSearchiおよび
次数と他の消費者との接触回数 nContacti の間には相関関係が見られたため，ネットワ
ーク構造を生成した後，以下の通り各エージェントの次数に依存して，エージェント属
性 Aiや確率パラメータ pSearchi，nContactiを与える． 
 
1) ユーザー属性 Aiの決定 
 質問紙調査により，リードユーザー，ノンリードユーザーの平均知人数はそれぞれ
9.63，5.83 であることが分かっているため，この平均知人数を達成するように各エージ
ェントの次数からリードユーザー，ノンリードユーザーを決定する．この決定は倉橋他
（1999）の逆シミュレーション手法を用いて行う．本章では，図 6.4 のように各エージ
ェントにランダムに 273名のリードユーザー，727名のノンリードユーザーを割り当て
た染色体を初期集団として 100 本生成し，各染色体のリードユーザーとノンリードユー
ザーの平均次数を求め，この平均次数と質問紙調査から得られた平均知人数との差を適
応度として以下の式により計算する． 
適応度＝1/（1 + |リードユーザーの平均次数－9.63| + |ノンリードユーザーの平均次数－
5.83| ） 
この適応度に基づき，選択，交叉，突然変異を行い，質問紙調査から得られた平均次数
により近い染色体を生成する．このとき，選択方法としてルーレット選択，交叉方法と
して一様交叉を用い，交叉確率を 0.60，突然変異確率を 0.01 と設定した．これを設定
した世代数（100世代）繰り返すことで，質問紙調査で得られた平均知人数を持つ染色
体を発生させる． 
 
2) 各エージェントの情報収集確率 pSearchi，他の消費者との接触回数 nContactiの決
定 
 次数と情報収集確率および他の消費者との接触回数には弱い正の相関関係があるた
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め，1)で得た染色体の次数から情報収集確率と他の消費者との接触回数を定める必要が
ある．ここでも 1）と同様に逆シミュレーション手法を用いて，相関関係が成立するよ
うに各エージェントのパラメータ値を同定する． 
．  
図 6.4逆シミュレーション手法を用いた消費者属性の決定プロセス 
まず，リードユーザー273人分の情報収集確率を平均 0.36，標準偏差 0.33 の正規分布
で，ノンリードユーザー727人分の情報収集確率を平均 0.26，標準偏差 0.32 の正規分布
で生成する．これを 1)で得た染色体における遺伝子座が持つ消費者属性（リードユーザ
ーもしくはノンリードユーザー）に従って，ランダムに割り当てる操作を 100回繰り返
し，100 本の染色体を生成する．これを知人との接触回数についても同様に行う． 
質問紙調査の結果より，情報収集確率と他の消費者との接触回数，情報収集確率と次
数，他の消費者との接触回数と次数の相関係数はそれぞれ 0.273，0.236，0.381 と得た．
この値と，各染色体の各遺伝子座の持つ情報収集確率，他の消費者との接触回数，次数
から求めた相関係数を使って次式で適応度を計算し，染色体の組を選択する． 
適応度＝1/（1 + |情報収集確率と他の消費者との接触回数の相関係数－0.273|  
+ |情報収集確率と次数の相関係数－0.236| 
 + |他の消費者との接触回数と次数の相関係数－0.381| ) 
選択された染色体群において情報収集確率，他の消費者との接触回数の染色体それぞ
れに対して交叉・突然変異を行う．このとき，選択方法としてルーレット選択，交叉方
法として一様交叉を用い，交叉確率を 0.60，突然変異確率を 0.01 と設定した．これを
100世代繰り返すことで，質問紙調査から得られた相関係数を満たす染色体の組を探索
する． 
 ここで，1),2)の逆シミュレーションによって抽出される解パターンは複数存在するこ
とに注意する．そのため，シミュレーションにおいては毎試行逆シミュレーションを行
4
3
7
6
5
2
1
8
次数2
次数 3
次数 5
次数 1
次数 2
次数 2
次数 2
次数 1
ネットワーク生成 染色体生成 遺伝的アルゴリズム
0 1 0 0 1 0 0 0
0 0 1 0 0 0 1 0
1 0 0 0 0 0 1 0
適応度計算
選択
交叉・突然変異
1 0 0 0 0 0 1 0
1 0 0 0 0 0 1 0
適応度 0.4
適応度 0.8
適応度 0.7
0 1 0 0 1 0 0 0
1 0 0 0 0 0 1 0
0 0 1 0 1 0 0 0
0 1 0 0 1 0 0 0
0 0 1 0 0 0 1 0
1 0 0 0 0 0 1 0
・
・
・
LU(Ai=1) or NLU (Ai=0) 
2 3 2 5 1 2 2 1次数
1 2 3 4 5 6 7 8
ユーザー番号
1 0 0 0 0 0 1 0
0 0 0 1 0 0 1 0
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い，多様な解パターンを用いて実験を行う． 
 
3) その他のパラメータの決定 
 他のパラメータに関しては，パラメータ間に相関が見られなかったため，表 6.2 の正
規分布を用いて独立に生成し，各エージェントにランダムに割り当てる． 
 
コミュニティに関するパラメータ 
質問紙調査の項目 16～18 より，コミュニティに関するパラメータを表 6.3 のように
同定した．コミュニティの活動確率 pActivityk は所属コミュニティの年間の活動回数か
ら，コミュニティ内でのニーズ共有確率 pNSharekはコミュニティ内の消費者がニーズ相
談を行った際にコミュニティ内で話し合うことで共有した回数から求める．（これらの
統計量に関しては付録 B に示す） 
表 6.3 コミュニティに関するパラメータ値 
 
 
6.6.2 キャリブレーションによるパラメータ値の調整 
 質問紙調査によって直接設定が困難なパラメータ「製品の発見確率 PG」，「ユーザー
イノベーションによる解決情報の受容確率PS」「製品による解決情報の受容確率PP」「ユ
ーザーイノベーション確率 PUI」「開発意思決定の間隔 DN」「情報の粘着性 IS」につい
てはキャリブレーションによりパラメータ値の調整を行う．2.2 節で述べたように，フ
ァクシミリモデルでは，市場における採用率などのマクロデータが明らかにされていな
い場合が多く，本章の分析対象である MTB 製品市場におけるユーザーイノベーション
現象についても同様である．そこで，質問紙調査から，整合させるためのマクロデータ
を獲得し，それを再現するように上述のパラメータ値の調整を行う．質問紙調査では，
消費者に対してニーズ解決手段として「自身のユーザーイノベーションで解決」「自身
で企業製品を発見して解決」「他者のユーザーイノベーションの紹介により解決」「他者
が発見した企業製品の紹介により解決」という 4 つを提示し，過去に生じた全てのニー
ズに対してこれらの手段を用いた割合を回答してもらった．その結果，これらの 4 つの
変数名 表記 値
　コミュニティ活動確率
pActivity k N（0.27, 0.262)で生成
　コミュニティ内でのニーズ共有確率
pNShare k N（0.91, 0.182)で生成
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解決の比率は 21:61:11:7 となった．これを再現するようにモデルパラメータ値を調整す
る． 
シミュレーションでは，消費者エージェントの一連の行動，および企業エージェント
の一連の行動を 1 期としてこれを 240 期繰り返す（ST=240）．これは現実市場の 20年間
に対応する．また，シミュレーションを行う際には，次節で述べるシナリオ変数「消費
者ニーズの伝播確率 PNL，PNN」「技術開発期間 TN」の値を決定する必要がある．消費
者ニーズの伝播確率は，リードユーザーの定義よりリードユーザーのニーズはノンリー
ドユーザーのニーズに比べて他の消費者に受容されやすいと仮定し，リードユーザーの
ニーズ伝播確率 PNL=0.30，ノンリードユーザーのニーズ伝播確率 PNN=0.20 と設定す
る．リードユーザーとノンリードユーザーのニーズの伝播確率はシナリオ変数として扱
うため，キャリブレーションフェーズにおいては抽出された他のパラメータ値やシミュ
レーションで生じる市場の振る舞いが解釈可能かという観点からこれらの値を選択し
た．企業の技術開発期間は 6.5.1 の企業への面接調査よりおよそ 1年と考え TN=12 と設
定する． 
次に，キャリブレーションの対象となるパラメータの値のうち確率パラメータをそれ
ぞれ 0～1 の範囲で 0.01 ずつ，DN を 1～12，IS を 1～10 の範囲で 1 ずつ変化させてシ
ミュレーションを行い，最後の期（240 期）における解決比率が質問紙調査から得た解
決比率（21:61:11:7）と一致するパラメータ値の組み合わせを探索する．ただし，6.4節
の他の消費者との相互作用で説明したように PP>PS とする．また，エージェントベー
ス社会シミュレーションでは同じパラメータセットでも試行ごとに結果が異なる．そこ
で，各パラメータ値の組み合わせで 100 試行を行い，100 試行分の平均値が上述した解
決比率に最も適合するパラメータ値の組を次節のシナリオ分析で用いるパラメータ値
とする（表 6.4）． 
表 6.4 調整されたモデルパラメータ値 
 
 
変数名 表記 値
製品の発見確率
PG 0.50
UIによる解決情報の受容確率
PS 0.14
製品による解決情報の受容確率 PP 0.30
UI確率
PUI 0.11
開発意思決定の間隔
DN 3
情報の粘着性
IS 2
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6.7 シナリオ分析 
6.7.1 シナリオ設定 
本章の分析では，6.5.3 で提示した 2 つの戦略シナリオと以下で説明する 4 つの市場
状況シナリオから，合計 8 シナリオを設定する（表 6.5）．  
表 6.5 シナリオ一覧 
 
市場状況を表現するシナリオ変数として，「消費者ニーズの伝播確率 PNL，PNN」，「企
業の技術開発期間 TN」の 2 つを選択した．消費者ニーズの伝播確率に関しては，ノン
リードユーザーのニーズの伝播確率 PNN を 0.20 に固定し，リードユーザーのニーズの
伝播確率 PNL を 0.30, 0.60 の 2通り用意する．また，「技術開発期間 TN」は 12ヵ月，6
ヶ月の 2通りを用意する．ここで，シナリオ 1 に関してはキャリブレーション時の設定
であり，現在の日本の MTB 製品市場を表現したシナリオであるといえる． 
 
6.7.2 ユーザーイノベーション活用戦略の市場ダイナミクス分析 
可能性のランドスケープ分析 
はじめに各シナリオにおいて生じた市場変化の可能性をマクロ視点から観察するた
めに，240期間に消費者が購買した製品数を用いて可能性のランドスケープを作成する．
図 6.5 は，各シナリオで 50 試行ずつシミュレーションを行い，1 消費者あたりの製品購
買数をプロットしたものである．また，破線は各シナリオにおける 50 試行の平均購買
数を結んだものである． 
企業戦略
手法
LUのニーズ情報の
伝播確率　PNL 技術開発期間 TN
12 1
6 2
12 3
6 4
12 5
6 6
12 7
6 8
シナリオ番号
市場状況
(1) 伝統的な市場調査手法
0.30
0.60
(2) ユーザーイノベーションの活用手法
0.30
0.60
シナリオ変数
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図 6.5 各シナリオにおける 1消費者あたりの製品購買数 
この図より，リードユーザーのニーズ伝播確率に依存せず，以下の傾向が読み取れる． 
傾向 1）ユーザーイノベーション活用手法を用いて開発した製品は伝統的な市場調査手
法を用いて開発した製品よりも消費者に購買されやすい 
傾向 2）ユーザーイノベーション活用手法を用いて開発した製品の購買数の分散値は伝
統的な市場調査手法を用いた際の購買数の分散値よりも小さい 
傾向 3）技術開発期間が短縮されると製品購買数が増える 
 傾向 1）は，前章のミドルレンジモデルで得られた知見を再現しているため，ユーザ
ーイノベーション現象の仮説は実データのモデルでも説明が出来ているといえる． 
 
内部モデル観察によるミクロダイナミクス分析 
次に，上述した市場変化の傾向が生じるメカニズムを説明するためにミクロダイナミ
クス分析を行う．まず，傾向 1）が生じるメカニズムを明らかにするために，市場状況
シナリオは同じだが戦略シナリオが異なるシナリオ 1 とシナリオ 5 に着目する．この両
シナリオにおいて 50 試行分の製品購買数の平均値に最も近い試行を取りだし，これら
の試行における 1 消費者あたりの内部モデルにおけるニーズ数，製品購買数，およびニ
ーズがユーザーイノベーションによって解決された数（ユーザーイノベーション採用数）
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の推移を示す（図 6.6）．  
 
図 6.6 1消費者あたりのニーズ数，製品購買数，ユーザーイノベーション採用数の推移
（シナリオ 1,5） 
この図より，ニーズが市場に広まっていくと同時に，企業製品やユーザーイノベーシ
ョンによってそのニーズが解決されているのが分かる．ユーザーイノベーション採用数
は両シナリオ間に大きな差はないが，全体のニーズ数に対して解決されたニーズの割合
はシナリオ 5 の方がシナリオ 1 に比べて大きい．シナリオ 5 の製品購買数は 40 期から
シナリオ 1 の製品購買数と差が出始め，結果としてシナリオ 5 がシナリオ 1 よりも大き
い購買数を示している． 
次に，このようなダイナミクスが見られた原因を探るために，リードユーザーとノン
リードユーザーに分けて，それぞれの 1 消費者あたりの内部モデルにおけるニーズ数，
製品購買数，ユーザーイノベーション採用数の推移を観察する（図 6.7）． 
この図より，両シナリオにおいてノンリードユーザーのユーザーイノベーション採用
数は少なく，シナリオ間での差が見られないため，多くのユーザーイノベーションがノ
ンリードユーザーに伝播しているとはいえない．この原因はリードユーザーの解決情報
が有する粘着性にある．また，シナリオ間でのニーズ数と製品購買数の差はノンリード
ユーザーのほうがリードユーザーよりも大きい．これは，リードユーザーのニーズがノ
ンリードユーザーに伝播していき，ニーズを保有しているが解決手段を見つけることが
できないノンリードユーザーにユーザーイノベーション模倣製品が購買され，多くのニ
ーズが解決されていることを示している． 
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図 6.7 1リードユーザーおよび 1ノンリードユーザーあたりのニーズ数，製品購買数，
ユーザーイノベーション採用数（シナリオ 1,5） 
さらに，ノンリードユーザーの消費者のうち最も典型的なニーズ数と製品購買数の推
移を示した消費者を 1人取り出す（図 6.8）． 
 
図 6.8 1人のノンリードユーザーのニーズ数と製品購買数の推移（シナリオ 1,5） 
この図からもシナリオ 1よりもシナリオ 5のほうがノンリードユーザーの製品購買数
が増加しており，ユーザーイノベーションの模倣製品がノンリードユーザーのニーズを
解決していることが分かる．以上の説明から，傾向 1）が支持される．このシミュレー
ション結果はユーザーイノベーションの伝播が少ない MTB 製品市場においても，企業
はユーザーイノベーションを活用することにより製品開発の成功確率を改善できるこ
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とを示しており，ユーザーイノベーション伝播の多寡だけが企業にとってのユーザーイ
ノベーション活用の価値を決めるものではないといえる．  
 次に，傾向 2）について分析するために，企業が開発意思決定をした技術とその技術
を用いて開発される製品の解決可能な消費者のニーズ数について調査する．図 6.9 はシ
ナリオ 1 における製品購買数が最大の試行と最小の試行を取り出し，この両試行におい
て企業が技術開発の意思決定をした期にその技術から生み出される製品が解決可能な
消費者のニーズがどの程度消費者集団内に存在するかを示したものである．  
 
図 6.9各期で開発決定された製品とその製品が解決可能なニーズ数の関係（シナリオ 1） 
この図より，初期の段階では多様なニーズが点在しているため，両試行の間に解決可
能なニーズ数の違いは見られない．しかし，後期の段階では市場において多くの消費者
に解決が望まれるニーズとそうでないニーズが分かれるため，150 期以降の技術開発の
意思決定では，100程度の少ないニーズを解決する製品を生み出してしまっている．特
に，最小製品購買数を得た試行は最大製品購買数を得た試行よりもその回数が多く見ら
れる．これは，伝統的な市場調査手法を用いた場合に生じる消費者と企業間のニーズ情
報の非対称性が原因である．つまり，伝統的な市場調査手法による製品開発の成功と失
敗は確率的に決定してしまうため，試行によって製品購買数に差が生じる．これは，企
業が市場に投入した新製品の多くが失敗するという従来研究（Balachandra and Friar, 
1997; Poolton and Barclay, 1998）の知見とも一致する．一方で，ユーザーイノベーション
活用手法を用いた場合には，ユーザーニーズ情報の粘着性を排除することができるため，
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市場に普及するニーズのみを解決する製品を生むことができる．以上より，傾向 2)が支
持される． 
 続いて，技術開発期間を変えた際のエージェントの内部モデルの変化を観察する．図
6.10 は，シナリオ 1 とシナリオ 2 における平均購買数に最も近い試行を取り出し，両試
行で同時期（190 期）に技術開発の意思決定がされ，開発期間後に製品空間に投入され
た製品が解決可能なニーズ数，その製品の購買数およびその製品と同じ解決情報を持つ
ユーザーイノベーションの採用数の推移を示したものである． 
 
図 6.10 1製品に対応するニーズ数，製品購買数，ユーザーイノベーション採用数の推
移（シナリオ 1,2） 
この図より，技術開発期間の僅か 6 期の差がその後のニーズ数の差に繋がっているこ
とが分かる．ユーザーイノベーション採用数はほぼ同じであるため，このニーズの差は
製品購買数の差といえる．つまり，6 期間のうちに製品を採用した消費者が他の消費者
へと製品情報を伝えることでニーズ解決が促進されているといえる．これは傾向 3）を
支持している． 
 以上のように，シナリオ間，もしくは 1 シナリオにおける試行間でのミクロダイナミ
クスを分析することで，可能性のランドスケープ分析で得られた傾向が生じるメカニズ
ムを説明することができた．本節では，全 8 シナリオのうちいくつかのシナリオのみを
用いたミクロダイナミクス分析結果を示したが，これらの傾向は他のシナリオ間，もし
くは他のシナリオにおける試行間の比較を行っても分析結果は変わらなかった．例えば，
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傾向 1）については，シナリオ 2,6 を用いてミクロダイナミクス分析を行った場合にも
同じメカニズムで傾向 1）を説明することが可能である． 
 
 
6.8 本章のまとめ 
 本章では，これまで実態調査レベルでの知見しか得られていないユーザーイノベーシ
ョン現象に対して，MTB 製品市場における消費者やメーカー企業に対して精緻な調査
を行い，モデルの内的妥当性が確保された消費者のニーズとその解決に関するエージェ
ントベースモデルを提示した．このモデルを用いたシミュレーションでは，企業の製品
開発戦略や市場状況に依存して生じる市場変化をマクロとミクロの両視点から分析を
行った．この分析結果の一部は前章の知見を説明しており，一定の外的妥当性も確保で
きている．本モデルは MTB 製品市場を対象とした解像度の高いモデルであるため，前
章よりも現実的な状況との対応付けが可能になり，現実市場を想定したより詳細な分析
を可能にする． 
ファクシミリモデルを使用する利点は企業マネージャーにとって具体的な戦略代替
案を分析できる点にある．しかし，現状ではユーザーイノベーションを活用した具体的
な戦略代替案を抽出することは難しいため，本章ではユーザーイノベーション活用戦略
と伝統的な市場調査手法による戦略という前章と同様の簡単な戦略シナリオを用いて
分析を行った．この分析から，状況シナリオに関係なくユーザーイノベーション活用戦
略は伝統的な市場調査手法を用いた戦略よりも消費者の製品購買数を増加させること
や，試行を繰り返しても安定した製品購買数を得ることができるという傾向を得た．ま
た，ミクロダイナミクス分析を用いて消費者の内部モデルパラメータの変化を観察し，
これらの傾向が生じるメカニズムを説明することができた．以上より，本章の分析は企
業マネージャーに対して現実市場では追跡不可能なユーザーイノベーションを活用す
るインセンティブを与え，今後の具体的な戦略支援のための可能性を提示できたといえ
る． 
最後に本章の提案モデルおよびシナリオ分析に関する 2 つの課題を述べる．1 つ目の
課題は，「他市場の調査」が考えられる．本章が対象とした MTB 製品市場はノンリー
ドユーザーへのユーザーイノベーションの伝播が比較的少ないため，ユーザーイノベー
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ション採用による製品購買数の大きな低下は発現しない．しかし，他市場の消費者行動
を調査し，モデルパラメータを変えることで，ユーザーイノベーション採用数や製品購
買数にも大きな変化が生じる可能性がある．今後の課題として，複数の市場を対象とし
てファクシミリモデルを構築し，シナリオ分析を行うことで市場状況に応じた市場ダイ
ナミクスのパターン抽出を行うことが考えられる．市場状況と市場ダイナミクスの関係
が理解できれば，これまで普遍的な知見がなかったユーザーイノベーション現象に対し
て，市場ダイナミクスの観点から類型化することが可能になるであろう． 
2 つ目の課題は，「戦略シナリオの充実化」である．上述したように，本章のシナリ
オ分析では提示したモデルの有効性を確認するために簡単な 2 つの戦略シナリオのみ
を扱った．しかし，ファクシミリモデルは，特定市場における企業マネージャーが現実
の市場状況を想定した具体的な戦略シナリオを用いて分析を行えることに利点がある．
そのため，今後は具体的な戦略シナリオを充実させて分析を行っていく必要がある． 
一方で，ユーザーイノベーション活用のための戦略を企業マネージャーが考えること
が難しいという問題点もある．そもそも，企業マネージャーがユーザーイノベーション
の存在について認識していない場合が多い．そこで，市場ダイナミクスを可視化するこ
とが可能である本論文の分析枠組みの強みを活かし，企業マネージャーだけではなく市
場の専門家やユーザーなどのステークホルダーとシナリオ分析を通して対話を進めな
がら，具体的な戦略シナリオを発見し，検討していく必要がある． 
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第7章 結論 
7.1 本論文のまとめ・意義 
 本論文では，エージェントベース社会シミュレーションを用いた市場システムにおけ
る新製品普及の市場ダイナミクスに関する分析を行った．分析対象問題は，新製品普及
に関する典型問題として従来から多くの研究対象となっていた“標準化問題”と，従来
のアプローチでは市場ダイナミクス分析が不可能であった“ユーザーイノベーション現
象の問題”の 2 つを選択した．これら 2 つの典型問題を分析するためのモデルを作成す
る前に，新製品普及を考える上での重要な視点である企業技術と消費者選好の共進化プ
ロセスの分析枠組みである CAMCaT フレームワークを提示した．問題分析の際には，
複数の状況シナリオと政策（戦略）シナリオの組み合わせにより市場変化の可能性を捉
える方法であるシナリオ分析手法を用いた．その結果として，典型問題を抱える市場に
おける可能性のある市場ダイナミクスを提示し，そのダイナミクスが生じるメカニズム
を説明することができた．さらに，ユーザーイノベーションの生じる特定市場として日
本の MTB 製品市場を取り上げ，この市場の特性を反映したファクシミリモデルを構築
した．これより，現実市場の状況と対応付けた詳細な分析を可能にした．以上の一連の
分析による本論文の研究意義を以下にまとめる． 
 
1) 異なる 2つの典型問題に対する CAMCaT フレームワークの適用（3章） 
従来のエージェントベース社会シミュレーション研究においては，企業技術と消費者
選好の相互作用を記述したモデルは存在していなかった．また，多くの市場システムに
関するモデルは問題ごとに個別に構築され，モデル評価が難しかった．本論文では，技
術経営や消費者行動論で述べられている経済主体の行動特性と進化のアナロジーを用
いることで消費者や企業の進化的学習を記述した CAMCaT フレームワークを提示した．
このフレームワークにより，標準化問題とユーザーイノベーション現象という 2 つの異
なる問題を共進化プロセスという 1 つの視点から分析することを可能にした．本論文で
新製品普及問題に対する CAMCaT フレームワークの有効性が示されたため，今後は技
術進化およびイノベーションマネジメントに関する多くの問題の分析が期待できる． 
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2) 進化的モデリングの適用によるファクシミリモデルの構築（5,6 章） 
 従来のエージェントベース社会シミュレーションの研究において，特定の社会システ
ムを対象としたファクシミリモデルの成功例は少ない．現在確認されているファクシミ
リモデルの成功例としては，Putro et al.（2008）のインドネシアのバンドンにおける新
型インフルエンザ流行時の対策に関する研究や Ohori et al.（2009）の東京ディズニーシ
ーを対象とした混雑緩和施策に関する研究のみである．これらの研究は複雑なエージェ
ント間の相互作用が組み込まれたモデルではない．つまり，エージェント間の局所的な
相互作用が組み込まれたモデルと経験データを接合している研究は皆無であった． 
本論文では日本の MTB 製品市場を取り上げ，その市場における消費者や企業への実
証的調査を行うことで経験データを獲得し，そのデータと接合したファクシミリモデル
を構築した．このモデルを用いたシミュレーションにより，MTB 製品市場で生じる市
場変化傾向を提示し，その傾向をミクロダイナミクス分析により深く考察することがで
きた．また，分析結果の一部は 5 章のミドルレンジモデルで得られた市場ダイナミクス
の特徴を説明している．このように本論文はミドルレンジモデルからファクシミリモデ
ルへの進化的モデリング適用の好例であり，エージェント間の局所的な相互作用が組み
込まれたファクシミリモデルの構築としては初の試みであるといえる．よって，本論文
は今後のエージェントベース社会シミュレーションに対して方法論的示唆を提供した
という点でも意義は大きい． 
 
3) 2 つの典型問題における市場変化の可能性の提示（4,5,6 章） 
 本論文では，新製品普及に関する 2 つの典型問題のシナリオ分析を行った．“標準化
問題”は，個別事例の研究や数理モデル研究により分析が行われてきたが，複数の市場
状況や政策代替案に依存した市場ダイナミクスの分析は不可能であった．本論文では，
標準化問題が生じる市場状況を複数設定し，いくつかの政策代替案を組み合わせること
で，シナリオに依存した可能性のある市場ダイナミクスを提示した．これは，今まで過
去の個別事例の知見のみで意思決定を迫られていた市場設計者に対して，政策決定のた
めの議論における多くの材料を提供できたといえる． 
一方で，“ユーザーイノベーション現象の問題”に関しては，本論文がユーザーイノ
ベーションの市場への影響を可視化した最初の研究である．そのため，提示した市場ダ
イナミクスはユーザーイノベーション現象に関する仮説を提示したに過ぎない．しかし，
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現状ではユーザーイノベーションの採用率などのマクロデータの取得が不可能である
ことを考えると，本論文の分析はこれまで実態調査レベルに留まっていたユーザーイノ
ベーション研究を一歩前進させることができたといえる．また，ユーザーイノベーショ
ンの存在自体も認識していないメーカー企業も多く，いずれユーザーイノベーションが
活発に生じるようになるとメーカー企業は技術のサンクコスト化や売り上げ低下など
の不利益を被る可能性がある．本論文は，このような不利益を被る前にメーカー企業に
対してユーザーイノベーション活用の動機を与えることができたといえる． 
 
 
7.2 今後の課題 
 本研究における今後の課題としては方法論やフレームワークではなく，主として特定
市場の分析にある．本論文で提案した CAMCaT フレームワークはミドルレンジモデル
作成の基盤になるものであって，特定市場の表現に直接用いることは困難である．その
原因は，CAMCaT フレームワークでは進化的学習が用いられており，経験データとの
接合が困難である．そのため，特定市場の分析のためには，進化的モデリングを適用し
て，経験データと接合が可能なモデルを作成する必要がある． 
しかし，市場に現存するデータのほとんどはエージェントの行動モデル作成には直接
使用することはできない．つまり，ファクシミリモデルの設計の際には，市場における
ステークホルダーに対する精緻な実証的調査が必要である．そのため，ファクシミリモ
デルを用いた分析には非常に多くの時間を要する．実際に本論文のファクシミリモデル
を用いた分析は，調査からモデル構築，そして分析を終えるまでに 1年以上の時間を費
やした．これは，メーカー企業が問題に直面した際に調査を開始しても意思決定支援を
行うことが不可能であることを意味している．さらに，本論文で対象としたユーザーイ
ノベーションのように企業にとって認識されていない現象に関しては，シナリオ作成が
難しいという問題がある．本論文では MTB 製品のメーカー企業への面接調査を行った
が，ユーザーイノベーション自体の存在に気付いておらず，具体的な政策代替案を考え
ることができなかった． 
これより，本研究の課題は未だ市場において認識されていない現象に対しても積極的
に調査を行い，ファクシミリモデルを構築することである．そして，メーカー企業が問
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題を認識した際には，メーカー企業を含む多くのステークホルダーとのシナリオ分析を
通した対話を行うことで，意思決定者が行いたい具体的な戦略シナリオを発見し，意思
決定支援を行っていく必要がある． 
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付録 A シミュレーション結果（4 章） 
A-1 10 試行分の平均適応度の推移（4.3） 
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A-2 他の政策シナリオを用いたマクロ視点での分析結果（4.4.2） 
a) 10 期                         b) 20 期 
 
      c) 40 期 
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付録 B 質問紙調査から得られた統計量（6 章） 
B-1 エージェントの内部モデルパラメータの統計量 
 
 
B-2 コミュニティに関するパラメータの統計量 
 
 
情報収集確率
pSearch i
買い替え確率
pPurchase i
知人との接触回数
nContact i
ニーズ発生確率
pNewNeeds i
0.36 0.26 3.85 0.10
0.33 0.29 4.53 0.18
0.00 0.00 1.00 0.00
1.00 1.00 30.00 1.00
情報収集確率
pSearch i
買い替え確率
pPurchase i
知人との接触回数
nContact i
ニーズ発生確率
pNewNeeds i
0.26 0.19 2.87 0.06
0.32 0.27 2.77 0.13
0.00 0.00 1.00 0.00
1.00 1.00 30.00 1.00
ニーズの相談確率
pEAdvisement i
コミュニティ内での相談
確率
pCAdvisement i
0.27 0.09
0.42 0.16
0.00 0.01
1.00 1.00
最小値
最大値
最小値
最大値
ノンリードユーザー
標準偏差
平均値
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平均値
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最大値
平均値
標準偏差
コミュニティ活動確率
pActivityk
コミュニティ内でのニーズ共有確率
pNShare i
0.27 0.91
0.26 0.18
0.00 0.17
1.00 1.00
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平均値
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付録 C クラス図とソースコード（4 章，5 章，6 章） 
C-1 クラス図とソースコード（4 章） 
クラス図 
 
  
シミュレーションの進行
シミュレーションの進行
所有する
投入する
購入する
Lead
+prepareFirm
+prepareCons
+startFirm
+startCons
+calculationShare
+calculationNetwork
+gaFirm
+gaCons
+changeST
FirmPopulation
C:FirmPopulation
+entry
+createFirm
+firmShare
+standardShare
+calclateNetwork
+indicateThrow
+calculateFitness
+selectionStandard
+changeStandard
+selectiveCrossover
+developmentFirm
Firm
C:Firm
+decideTechSt
+decideTechnology
+decideNetwork
+throwProduct
+setFitness
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+hyokaOtherFirm
+chromCopy
+maskCopyTech
+maskCopyTechSt
+developFirm
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C:ConsPopulation
+entry
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+indicatePurchase
+calculateFitness
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+exchangeInformation
+searchInformation
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C:Consumer
+decideDependence
+decideCutoff
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+devcideNetwork
+purchaseProduct
+chromCopy
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C:ProductSpace
+entry
+entry2
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+resetShare
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C:Product
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C:ThrowRule
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+add
+chromClear
+chromSet
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所有する
所有する
利用する
Chrom
+add
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構成する
構成する
シミュレーションの進行
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● CAMCaT クラス 
package camcat; 
import java.util.*; 
 
public class CAMCaT { 
  
 //メイン関数 
 public static void main(String[] args) { 
   
  Lead lead = new Lead();//変数等を管理するクラスを生成する 
 
    
  //シナリオ変数 
  int ITCNN = 0;//ランキング選択のη 
  int ANN = 0;//製品・サービス属性数 
  int SNN = 0;//規格数 
  int Policy = 0;//政策シナリオ 
  int targetProblem = lead.getTargetProblem();//対象問題（0:自主調整，1:強制的標準） 
   
  int curScenario = 0;//現在のシナリオ番号 
   
   
  for(ITCNN = 0; ITCNN < lead.getItcN(); ITCNN++){ 
   for(ANN = 0; ANN < lead.getNAN(); ANN++){ 
    for(SNN = 0; SNN < lead.getNSN(); SNN++){ 
     for(Policy = 0; Policy < lead.getNPolicy(); Policy++){ 
         
      curScenario++; 
         
      /* シナリオ変数の設定 */ 
      lead.setItc(ITCNN); 
      lead.setAN(ANN); 
      lead.setSN(SNN); 
      lead.setTSelf(Policy); 
      int MAX_TRIAL = lead.getNTrial();//試行数を得る  
      for(int trialNum=1; trialNum <= MAX_TRIAL; trialNum++){ 
       
       
      /* クラスの初期化 */ 
       
      FirmPopulation firmpopulation = new FirmPopulation("企業集団", lead);//企業集団 
      ConsPopulation conspopulation = new ConsPopulation("消費者集団", lead);//消費者集団   
    
      ProductSpace productspace = new ProductSpace("市場", lead);//製品空間 
      Function function = new Function();//関数 
      TonyuRule tonyurule = new TonyuRule(function, lead);//企業の投入ルール 
       
      /* エージェント生成 */ 
      lead.prepareFirm(firmpopulation, tonyurule, productspace, function, lead);//企業集団の初期生成 
      lead.prepareCons(conspopulation, productspace, function, lead);//消費者集団の初期生成 
       
      int MAX_SEDAI = lead.getNGeneration();//全世代数をゲット 
       
      /* 世代の開始（ループ部分) */ 
       
      for(int sedai=1; sedai<=MAX_SEDAI; sedai++){ 
       lead.setCurGeneration(sedai); 
        
       //政策 
       if(targetProblem == 0){//自主調整 
         
        if(lead.getTSelf()== MAX_SEDAI || sedai > lead.getTSelf()){ 
          
         /*製品投入&製品選択*/ 
         lead.startFirm(firmpopulation);//企業行動を開始（製品を投入する） 
         lead.startCons(conspopulation, productspace);//消費者行動を開始（製品を購入する） 
         lead.calculationShare(productspace,firmpopulation);//製品シェアを製品別，企業別で求める 
          
        } 
         
       } 
       else{//公的標準 
         
        if(sedai == 10){ 
         int SN = lead.getSN(); 
         int Deju = (int)(Math.random()* SN); 
         lead.changeST(firmpopulation, Deju);//全企業の規格をデジュールスタンダードにする 
        }    
      
        /*製品投入&製品選択*/ 
        lead.startFirm(firmpopulation);//企業行動を開始（製品を投入する） 
        lead.startCons(conspopulation, productspace);//消費者行動を開始（製品を購入する） 
        lead.calculationShare(productspace,firmpopulation);//製品シェアを製品別，企業別で求める 
          
       } 
        
       /* 規格ごとのシェア計算 */ 
       lead.calculationNetwork(firmpopulation); 
        
       /* 遺伝的操作 */ 
       lead.gaFirm(firmpopulation);//企業が技術獲得を行なう 
       lead.gaCons(conspopulation);//消費者が選好を進化させる 
         
       }  
      } 
     } 
    } 
   } 
  } 
 } 
} 
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● Lead クラス 
package camcat; 
import java.util.*; 
 
public class Lead { 
  
 //対象問題・シナリオ数・試行数・世代数 
 private int targetProblem = 1;//対象問題 
 private int nTrial = 1;//試行数 
 private int nGeneration = 100;//全世代数 
 private int curGeneration;//現在の世代数 
  
 //消費者・企業数 
 private int fPopuration = 30;//企業数 
 private int cPopuration = 500;//消費者数 
 Consumer cons[] = new Consumer[cPopuration];//消費者クラスを配列にする 
 Firm firm[] = new Firm[fPopuration];//企業クラスを配列にする 
  
 private int maxZoku = 50;//カットオフ値,技術の最大値 
  
 //進化パラメータ（交叉・突然変異） 
 private double fpCrossover = 0.3;//交叉確率（企業） 
 private double cpCrossover = 0.6;//交叉確率（消費者） 
 private double fpMutation = 0.03;//突然変異確率（企業） 
 private double cpMutation = 0.05;//突然変異確率（消費者） 
 private double dpPower = 1.0;//突然変異の分散値（企業） 
 private double cVar = 1.0;//突然変異の分散値（消費者） 
  
 //進化パラメータ（適応度関数） 
 private double cWeiA = 0.40; 
 private double cWeiB = 0.45; 
 private double cWeiC = 0.05; 
 private double cWeiD = 0.10; 
 private double fWeiA = 0.55; 
 private double fWeiB = 0.35; 
 private double fWeiC = 0.10; 
  
 
 //シナリオ変数の値の数 
 private int itcN = 4;//ランキングパラのシナリオ数 
 private int nAN = 2;//製品・サービス属性数のシナリオ数 
 private int nSN = 2;//規格数のシナリオ数 
 private int nPolicy = 2;//政策変数の数 
 private int tSelf = 0;//自主調整期間数 
  
 //シナリオ変数の値 
 private double itc = 0;//消費者ランキング選択用パラ 
 private int AN = 0;//製品・サービス属性数 
 private int SN = 0;//規格数 
  
  
 //ランキング選択パラの決定 
 public void setItc(int itcn) { 
   
  if(itcn == 0){ 
   itc = 1.55; 
  } 
  else if(itcn == 1){ 
   itc = 1.6; 
  } 
  else if(itcn == 2){ 
   itc = 1.8; 
  } 
  else{ 
   itc = 2.0; 
  } 
   
 } 
  
 //製品・サービス属性数の決定 
 public void setAN(int ann) { 
   
  if(ann == 0){ 
   AN = 2; 
  } 
  else if(ann == 1){ 
   AN = 4; 
  } 
 } 
 
 //規格数の決定 
 public void setSN(int snn) { 
   
  if(snn == 0){ 
   SN = 2; 
  } 
  else if(snn == 1){ 
   SN = 4; 
  } 
 } 
 
  
 //自主調整期間の決定 
 public void setTSelf(int Policy) { 
   
  if(Policy == 0){ 
   tSelf = 10; 
  } 
  else if(Policy == 1){ 
   tSelf = 30; 
  } 
  else if(Policy == 2){ 
   tSelf = 50; 
  } 
 } 
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 /* 企業集団を生成する */  
 public void prepareFirm(FirmPopulation firmpopulation, TonyuRule tonyurule, ProductSpace productspace, Function function, Lead lead){ 
   
  for(int a=0; a<fPopuration; a++){//企業の初期生成 
   firm[a] = new Firm("企業"+a, tonyurule, productspace, function, lead); 
  } 
   
  for(int a=0; a<fPopuration; a++){//企業をリストに登録 
   firmpopulation.entry(firm[a]); 
  }   
  firmpopulation.createFirm();//企業ごとに初期属性を与える 
 } 
  
  
 /* 消費者集団を生成する */  
 public void prepareCons(ConsPopulation conspopulation, ProductSpace productspace, Function function, Lead lead){ 
   
  for(int a=0; a<cPopuration; a++){//消費者の初期生成 
   cons[a] = new Consumer("消費者"+a, productspace, function, lead); 
  } 
   
  for(int a=0; a<cPopuration; a++){//消費者をリストに登録 
   conspopulation.entry(cons[a]); 
  } 
   
  conspopulation.createCons();//消費者ごとに初期属性を与える 
   
 } 
  
  
 /* 企業が製品を作る */  
 public void startFirm(FirmPopulation firmpopulation){ 
  firmpopulation.indicateThrow();//製品投入の指示 
 } 
  
 /* 消費者が製品を購入する */  
 public void startCons(ConsPopulation conspopulation, ProductSpace productspace){ 
  conspopulation.indicatePurchase(productspace);//製品購入の指示  
 }  
  
 /* 製品シェアを算出する */ 
 public void calculationShare(ProductSpace productspace, FirmPopulation firmpopulation){ 
  productspace.productShare(); 
  firmpopulation.firmShare(productspace); 
 } 
 
 /* 規格をデジュールスタンダードに変更 */  
 public void changeST(FirmPopulation firmpopulation, int dejuSt){ 
  firmpopulation.changeStandard(dejuSt); 
 } 
  
 /* 規格計算 */ 
 public void calculationNetwork(FirmPopulation firmpopulation){ 
  firmpopulation.culculateNetwork(); 
  firmpopulation.StandardShare(); 
 } 
   
 /* 企業集団に GA をかける */ 
 public void gaFirm(FirmPopulation firmpopulation){ 
  firmpopulation.calculateFitness();//全企業の適応度を計算して平均適応度を格納 
  firmpopulation.selectionStandard();//企業を選択する 
  firmpopulation.selectiveCrossover();//選択的交叉 
  firmpopulation.developmentFirm();//突然変異 
 } 
  
  
 /* 消費者集団に GA をかける */ 
 public void gaCons(ConsPopulation conspopulation){ 
  conspopulation.calculateFitness();//全消費者の適応度を計算して平均適応度を格納 
  conspopulation.selectionCons();//消費者を選択する(バンドワゴン効果/ランキング) 
  conspopulation.exchangeInformation();//消費者に情報交換させる 
  conspopulation.searchInformation();//消費者に情報収集させる 
 } 
 
  
 /* セッタ・ゲッタ関数 */  
 public int getTargetProblem() { 
  return targetProblem; 
 } 
  
 public int getNGeneration() { 
  return nGeneration; 
 }  
  
 public int getCurGeneration() { 
  return curGeneration; 
 } 
 
 public void setCurGeneration(int curGeneration) { 
  this.curGeneration = curGeneration; 
 } 
 
 public int getMaxZoku() { 
  return maxZoku; 
 } 
 
 public int getCPopuration() { 
  return cPopuration; 
 } 
 
 public void setCPopuration(int popuration) { 
  cPopuration = popuration; 
 } 
 
 public int getNTrial() { 
  return nTrial; 
 } 
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 public int getNAN() { 
  return nAN; 
 } 
 
 public int getNSN() { 
  return nSN; 
 } 
 
 public int getAN() { 
  return AN; 
 } 
  
 public int getSN() { 
  return SN; 
 } 
 
 public double getCpCrossover() { 
  return cpCrossover; 
 } 
 
 public double getCpMutation() { 
  return cpMutation; 
 } 
 
 public double getFpCrossover() { 
  return fpCrossover; 
 } 
 
 public double getFpMutation() { 
  return fpMutation; 
 } 
 
 public double getDpPower() { 
  return dpPower; 
 } 
 
 public int getFPopuration() { 
  return fPopuration; 
 } 
 
 public double getCWeiA() { 
  return cWeiA; 
 } 
 
 public double getCWeiB() { 
  return cWeiB; 
 } 
 
 public double getCWeiC() { 
  return cWeiC; 
 } 
 
 public double getCWeiD() { 
  return cWeiD; 
 } 
 
 public double getFWeiA() { 
  return fWeiA; 
 } 
 
 public double getFWeiB() { 
  return fWeiB; 
 } 
 
 public double getFWeiC() { 
  return fWeiC; 
 } 
 
 public double getCVar() { 
  return cVar; 
 } 
 
 public double getItc() { 
  return itc; 
 } 
 
 public int getItcN() { 
  return itcN; 
 } 
  
 public int getTSelf(){ 
  return tSelf; 
 } 
 
 public int getNPolicy() { 
  return nPolicy; 
 } 
} 
 
● FirmPopulation クラス 
package camcat; 
import java.util.*; 
 
public class FirmPopulation { 
 private String populationname_;//企業集団名 
 private Lead lead_; 
 private ArrayList<Firm> firmlist =new ArrayList<Firm>();//企業リスト 
 private ArrayList<Integer> netList = new ArrayList<Integer>();//ネットワークリスト[規格 0 の企業数，規格 1 の企業数・・・] 
 private ArrayList<Double> stShare = new ArrayList<Double>();//規格ごとのシェア 
 private ArrayList firmStList[] = new ArrayList[10];//各規格内企業ナンバー 
  
 /* コンストラクタ */ 
 public FirmPopulation(String populationname, Lead lead){ 
  populationname_ = populationname; 
  lead_ = lead; 
 } 
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 /* 企業をリストに登録 */ 
 public void entry(Firm firm){ 
  firmlist.add(firm); 
 } 
  
    /* 各企業に染色体を与える */ 
 public void createFirm(){ 
  int numFirms = firmlist.size();//企業数を取得 
   
  for(int a=0; a<numFirms; a++){//企業番号順に属性を与える 
   Firm firm = (Firm)firmlist.get(a);   
    
   //技術戦略初期値を与える 
   firm.decideTechSt(a); 
    
   //技術属性を与える 
   firm.decideTechnology(a); 
    
   //ネットワーク属性（規格）を与える 
   firm.decideNetwork(a); 
  }  
 } 
  
  
 /* 企業シェアを算出する */ 
 public void firmShare(ProductSpace productspace){ 
  int numFirms = firmlist.size();//企業数を取得 
   
  for(int a=0; a<numFirms; a++){//前世代のシェアリセット 
   Firm firm = firmlist.get(a); 
   firm.setSales(10000); 
  } 
  productspace.culcFirmshare();//この世代のシェアを計算 
 } 
  
 /* 規格ごとのシェアを算出する */ 
 public void StandardShare(){  
  int numStandard = lead_.getSN();//規格数 
  int numFirms = firmlist.size();//企業数を取得 
  int stSales[] = new int[numStandard];//規格ごとの売上げ 
  int allSales = 0;//全規格の売上げ合計 
  int sedai = lead_.getCurGeneration(); 
   
  for(int a=0; a<numFirms; a++){ 
   Firm firm = firmlist.get(a); 
   int sales = firm.getSales();//各企業の売上数 
    
   for(int b=0; b<numStandard; b++){ 
    if(firm.networkDisp(0)== b){ 
     stSales[b] += sales; 
     allSales += sales; 
    }  
   } 
  } 
  stShare.clear(); 
   
  //規格ごとのシェアを計算 
  for(int a=0; a<numStandard; a++){ 
   if(allSales != 0){ 
    stShare.add(stSales[a]/(double)allSales); 
   } 
   else{ 
    stShare.add(0.0); 
   } 
  } 
 } 
  
  
 /* ネットワーク計算（各規格団体の企業） */ 
 public void culculateNetwork(){ 
  int numFirms = firmlist.size();//企業数を獲得 
  int numStandard = lead_.getSN();//規格数をゲット 
  int numOfSt[] = new int[numStandard];//各規格における企業数  
  int numOfZoku = lead_.getAN();//属性数をゲット 
   
  netList.clear(); 
   
  for(int a=0; a<numStandard; a++){ 
   firmStList[a] = new ArrayList<Firm>(); 
  } 
   
  for(int a=0; a<numFirms; a++){ 
   Firm firm = firmlist.get(a); 
   int Gnet = firm.networkDisp(0);//企業の規格をゲット 
   numOfSt[Gnet]++; 
   firmStList[Gnet].add(firm);//規格 Gnet に企業 a を保持 
  } 
   
  for(int b=0; b<numStandard; b++){ 
   netList.add(numOfSt[b]); 
  } 
 } 
  
 
 /* 製品投入を指示する */  
 public void indicateThrow(){ 
   
  int numFirms = firmlist.size();//企業数を獲得 
   
  for(int a=0; a<numFirms; a++){ 
   Firm firm = (Firm)firmlist.get(a); 
   firm.throwProduct(a); 
  } 
 } 
  
  
 /* 企業の適応度を計算する */  
 public void calculateFitness(){ 
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  int numFirms = firmlist.size();//企業数を獲得 
  int numOfConss = lead_.getCPopuration(); 
  double sumfit = 0; 
  double avgfit = 0; 
   
  for(int a=0; a<numFirms; a++){ 
    
   Firm firm = firmlist.get(a); 
   int Gnet = firm.networkDisp(0);//企業の規格をゲット 
   double network = netList.get(Gnet)/(double)numFirms; 
   firm.setFitness(numOfConss,network);   
  } 
 } 
  
  
  
 /* 規格選択 */ 
 public void selectionStandard(){ 
   
  int numFirms = firmlist.size(); 
  ArrayList<Double> fitlist = new ArrayList<Double>(); 
   
  int numOfSt = lead_.getSN();//規格数 
  int numOfZoku = lead_.getAN();//属性数 
  double otherValue[] = new double[numOfSt];//各規格にいる自社以外の企業評価 
   
  for(int a=0; a<numFirms; a++){//企業の適応度を適応度リストに一時確保 
   Firm firm = firmlist.get(a); 
   double fit = firm.getFitness(); 
   fitlist.add(fit); 
  } 
   
  Collections.sort(fitlist);//適応度を小さい順にソート 
  double minfit = fitlist.get(0);//最小適応度を得る 
 
  int toutafirm = 0;//淘汰される企業番号 
   
  for(int a=0; a<numFirms; a++){//最小適応度を持つ企業を探す 
   Firm firm = firmlist.get(a); 
   double fit = firm.getFitness(); 
   if(minfit == fit) toutafirm = a; 
  } 
    
  Firm tfirm = firmlist.get(toutafirm); 
   
  //他企業評価 
  for(int a=0; a<numOfSt; a++){    
   for(int b=0; b<numFirms; b++){ 
    Firm firm = firmlist.get(b); 
    int firmSt = firm.networkDisp(0); 
    if(toutafirm != a && firmSt == a){ 
     otherValue[a] +=  tfirm.hyokaOtherfirm(firm);      
    } 
   } 
  } 
   
  int prenet = tfirm.networkDisp(0);//淘汰された企業の規格 
   
  //規格選択 
  tfirm.selectStandard(stShare, netList, firmStList, numFirms, otherValue, numOfZoku, prenet); 
 } 
  
 /* 規格を公的標準に変える */ 
 public void changeStandard(int dejuSt){ 
  int numFirms = firmlist.size(); 
  int numOfZoku = lead_.getAN();//属性数 
   
  for(int a=0; a<numFirms; a++){ 
   Firm firm = firmlist.get(a); 
   firm.changeStandard(dejuSt, numOfZoku);  
  }  
 } 
  
  
 /* 技術提携をする */ 
 public void selectiveCrossover(){  
  int numOfSt = lead_.getSN();//規格数 
  int numFirms = firmlist.size();//企業数を取得 
  ArrayList gijiFirmStList[] = new ArrayList[numOfSt];//規格ごとの企業保持リスト 
   
  for(int a=0; a<numOfSt; a++){ 
   gijiFirmStList[a] = new ArrayList<Firm>(); 
  } 
   
  //規格団体ごとに企業を分ける 
  for(int a=0; a<numFirms; a++){ 
   Firm firm = firmlist.get(a); 
   int st = firm.networkDisp(0); 
    
   for(int b=0; b<numOfSt; b++){ 
    if(st == b){ 
     gijiFirmStList[b].add(firm); 
    } 
   } 
  } 
 
  double numOfMask = 0.50;//マスク数の割合 
  int zoku = lead_.getAN();//属性数 
  double pCross = lead_.getFpCrossover();//交叉確率 
   
  ArrayList<Integer> masklist = new ArrayList<Integer>();//マスク 1or0 を入れるリスト 
  ArrayList<Integer> gijitechlist = new ArrayList<Integer>();//一度確保する擬似技術リスト 
  ArrayList<Double> gijitechStlist = new ArrayList<Double>();//一度確保する擬似技術戦略リスト 
  
  for(int a = 0; a < zoku; a++){//マスクを属性数中 numOfMask 割だけかける 
   if(a < (int)zoku * numOfMask){ 
    masklist.add(new Integer(1)); 
   } 
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   else masklist.add(new Integer(0)); 
  } 
   
  for(int a=0; a<numOfSt; a++){ 
    
   Collections.shuffle(gijiFirmStList[a]);//企業番号を無作為に入れ替える 
    
   for(int b=0; b<gijiFirmStList[a].size(); b +=2){ 
     
    gijitechlist.clear();//擬似リストを空に 
    gijitechStlist.clear();//擬似リストを空に 
     
    if(b+2 > gijiFirmStList[a].size()) break; 
     
    Firm firmA = (Firm)gijiFirmStList[a].get(b); 
    Firm firmB = (Firm)gijiFirmStList[a].get(b+1); 
     
    double sai = Math.random(); 
    if(sai < pCross){   
     Collections.shuffle(masklist);//マスクの位置を無作為に入れ替える 
 
     //選択的交叉 
     if(firmA.getFitness() > firmB.getFitness()){//firmA の適応度が firmB を上回ったとき  
      for(int c = 0; c < zoku; c++){ 
       gijitechlist.add(firmA.techDisp(c)); 
       gijitechStlist.add(firmA.techstDisp(c)); 
      } 
      firmB.maskCopyTech(gijitechlist,masklist); 
      firmB.maskCopyTechst(gijitechStlist,masklist); 
     } 
     else if(firmA.getFitness() < firmB.getFitness()){//firmB の適応度が firmA を上回ったとき  
       
      for(int c = 0; c < zoku; c++){ 
       gijitechlist.add(firmB.techDisp(c)); 
       gijitechStlist.add(firmB.techstDisp(c)); 
      } 
      firmA.maskCopyTech(gijitechlist,masklist); 
      firmA.maskCopyTechst(gijitechStlist,masklist); 
     } 
     else;//同じ時は交叉しない  
    }     
   } 
  } 
 } 
  
  
 /* 企業が技術開発を行う */ 
 public void developmentFirm(){ 
  int numFirms = firmlist.size(); 
  double pMut = lead_.getFpMutation();//突然変異確率 
   
  for(int a=0; a<numFirms; a++){ 
   Firm firm = (Firm)firmlist.get(a); 
   firm.developFirm(pMut); 
  } 
 } 
} 
 
 
 
● ConsPopulation クラス 
package camcat; 
import java.util.ArrayList; 
import java.util.Collections; 
 
public class ConsPopulation { 
 private String populationname_;//消費者集団名 
 private Lead lead_; 
 private ArrayList<Consumer> conslist =new ArrayList<Consumer>();//消費者リスト 
 private double fitavg;//平均適応度 
 private int purchaseNum = 0;//購買数 
  
 /* 消費者集団コンストラクタ */ 
 public ConsPopulation(String populationname, Lead lead){ 
  populationname_ = populationname; 
  lead_ = lead; 
 } 
 
 /* 消費者をリストに登録 */ 
 public void entry(Consumer cons){ 
  conslist.add(cons); 
 }  
  
 /* 各消費者に染色体を与える */ 
 public void createCons(){//各消費者に染色体を与える 
  int numConss = conslist.size();//消費者数を取得 
  int numOfSt = lead_.getSN();//規格数 
   
  for(int a=0; a<numConss; a++){//各消費者に順番に属性値を与えていく 
   Consumer cons = (Consumer)conslist.get(a); 
    
   //依存度初期値を与える 
   cons.decideDependence(); 
    
   //初期カットオフ値を与える 
   cons.decideCutoff(); 
    
   //初期ウェイトを与える 
   cons.decideWeight(); 
    
   //初期ネットワーク(採用規格）を与える 
   cons.decideNetowrk(numOfSt); 
  } 
 } 
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 /* 消費者に購入の指示をする */ 
 public void indicatePurchase(ProductSpace productspace){ 
  int numConss = conslist.size();//消費者数を獲得 
  productspace.resetShare(); 
  purchaseNum = 0;//購買数 
   
  for(int a=0; a<numConss; a++){ 
   Consumer cons = (Consumer)conslist.get(a); 
   purchaseNum += cons.purchaseProduct(); 
  }  
 } 
  
 /* 消費者適応度を計算する */ 
 public void calculateFitness(){ 
  int numConss = conslist.size();//消費者数を獲得 
  int numOfSt = lead_.getSN();//規格数 
  double sumfit = 0; 
  double avgfit = 0; 
  int stList[] = new int[numOfSt];//規格ごとの消費者の選択数 
   
  for(int a=0; a<numConss; a++){ 
    
   Consumer cons = conslist.get(a); 
   int st = cons.netDisp(); 
   stList[st]++; 
  } 
   
  for(int a=0; a<numConss; a++){ 
   Consumer cons = conslist.get(a); 
   int st = cons.netDisp(); 
   double network = stList[st]/(double) numConss; 
   cons.setFitness(network); 
  } 
   
  avgfit = sumfit / numConss; 
  setFitavg(avgfit); 
 } 
  
 /* 消費者選択（ランキング選択） */ 
 public void selectionCons(){ 
  int numConss = conslist.size(); 
  ArrayList<Double> fitlist = new ArrayList<Double>(); 
  ArrayList<Double> fitlist2 = new ArrayList<Double>(); 
  ArrayList<Integer> rankList = new ArrayList<Integer>();//ランク順の消費者番号 
  ArrayList<Integer> numRankList = new ArrayList<Integer>();//ランク順の選択数 
   
  //消費者の適応度を適応度リストに一時確保 
  for(int a=0; a<numConss; a++){ 
   Consumer cons = (Consumer)conslist.get(a); 
   double fit = cons.getFitness(); 
   fitlist.add(fit); 
   fitlist2.add(fit); 
  } 
   
  Collections.sort(fitlist2);//適応度を小さい順にソート 
  Collections.reverse(fitlist2);//大きい順にソート  
   
  //ランク順に並び替え 
  for(int a=0; a<numConss; a++){ 
   int consnum = 0; 
   do{ 
    double fit = fitlist.get(consnum); 
    double fit2 = fitlist2.get(a); 
    if(fit2 == fit){ 
     rankList.add(consnum); 
     fitlist.set(consnum,0.0); 
     break; 
    } 
    consnum++; 
   }while(consnum != 10000); 
  } 
   
  int rank = 0;//ランク 
  int numSelection = 0;//再生数 
  double pSelect = 0;//選択確率 
  double it = lead_.getItc(); 
  int sum = 0; 
   
  //選択確率の計算 
  for(int a=0; a<numConss; a++){ 
   rank = a+1; 
   pSelect = (it - 2*(it-1)*(rank-1)/(double)(numConss-1))/(double)numConss ; 
   numSelection = (int)((numConss * pSelect) + 0.5); 
   numRankList.add(numSelection); 
   sum += numSelection; 
  } 
  
  ArrayList<Integer> selectedlist = new ArrayList<Integer>();//選択された消費者リスト 
   
  //選択された消費者番号を格納 
  for(int a=0; a<numConss; a++){ 
   int selectedcons = rankList.get(a); 
   for(int b=0; b<numRankList.get(a); b++){ 
    selectedlist.add(selectedcons); 
   } 
  }    
    
  Collections.sort(selectedlist);//再生された消費者を小さい順にソート  
  ArrayList<Integer> slist = new ArrayList<Integer>();//再生消費者リスト 
  ArrayList<Integer> tlist = new ArrayList<Integer>();//淘汰消費者リスト 
 
  int numOfConss = numConss; 
  for(int a = 0; a<numConss; a++){ 
   int num = 0;     
   do{ 
    if(a == selectedlist.get(num)){ 
     slist.add(a); 
     selectedlist.remove(num); 
     numOfConss = numOfConss-1; 
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     break; 
    } 
    else{ 
     num++; 
     if(num == numOfConss){ 
      tlist.add(a); 
      break; 
     } 
    }   
   }while(num != 10000);     
  } 
 
   
  //染色体のコピー 
  for(int a=0; a<numOfConss; a++){ 
   int toutacons = tlist.get(a); 
   int saiseicons = selectedlist.get(a); 
 
   Consumer tcons = conslist.get(toutacons); 
   Consumer scons = conslist.get(saiseicons); 
    
   tcons.chromCopy(scons);//カットオフ，ウェイト，規格のコピー 
  } 
 } 
  
 /* 消費者に情報交換をさせる */ 
 public void exchangeInformation(){ 
  ArrayList<Consumer> gijiconslist = new ArrayList<Consumer>(); 
  gijiconslist = (ArrayList<Consumer>)conslist.clone();//順番に並んでいるリストを保持 
  Collections.shuffle(conslist);//消費者番号を無作為に入れ替える 
  int numconss = conslist.size();//企業数を取得 
  ArrayList<Integer> masklist = new ArrayList<Integer>();//マスク 1or0 を入れるリスト 
  ArrayList<Integer> cutlistA = new ArrayList<Integer>();//一度確保する擬似カットオフリスト 
  ArrayList<Integer> cutlistB = new ArrayList<Integer>();//一度確保する擬似カットオフリスト 
  ArrayList<Double> weilistA = new ArrayList<Double>();//一度確保する擬似ウェイトリスト 
  ArrayList<Double> weilistB = new ArrayList<Double>();//一度確保する擬似ウェイトリスト 
 
  int zoku = lead_.getAN(); 
  double maskRate = 0.50;//マスクの割合 
  int numOfMask = (int)(maskRate * zoku); 
   
  for(int a = 0; a < zoku; a++){//マスクの数を決定 
   if(a <= numOfMask){ 
    masklist.add(new Integer(0)); 
   } 
   else masklist.add(new Integer(1)); 
  } 
 
  double pCross = lead_.getCpCrossover(); 
   
  //先頭から順に 2 人ずつ取り出して交叉するかどうか判断 
  for(int a = 0; a < numconss; a += 2){ 
   cutlistA.clear();//擬似カットオフリストを空に 
   cutlistB.clear();//擬似カットオフリストを空に 
    
   if(a+2 >numconss) break; 
   Consumer consA = (Consumer)conslist.get(a); 
   Consumer consB = (Consumer)conslist.get(a+1); 
  
   double pro = Math.random(); 
   if(pro < pCross){//交叉確率が Math.random()より大きければ交叉する 
    Collections.shuffle(masklist);//マスクの位置を無作為に入れ替える 
     
    for(int b = 0; b < zoku; b++){//相手が持っているカットオフ値を一度保管 
     cutlistA.add(consA.cutDisp(b)); 
     cutlistB.add(consB.cutDisp(b)); 
    } 
     
    for(int b = 0; b < zoku; b++){//相手が持っているウェイトを一度保管 
     weilistA.add(consA.weiDisp(b)); 
     weilistB.add(consB.weiDisp(b)); 
    } 
     
    consA.cutCopy(cutlistB,masklist);//マスクのかかっていない B のカットオフ値をもらう 
    consB.cutCopy(cutlistA,masklist);//マスクのかかっていない A のカットオフ値をもらう 
     
    consA.weiCopy(weilistB,masklist);//マスクのかかっていない B のカットオフ値をもらう 
    consB.weiCopy(weilistA,masklist);//マスクのかかっていない A のカットオフ値をもらう 
   } 
    
   ArrayList<Double> tensulistA = new ArrayList<Double>();//ウェイトリスト A 
   ArrayList<Double> tensulistB = new ArrayList<Double>();//ウェイトリスト B 
   tensulistA.clear(); 
   tensulistB.clear(); 
    
   double sumA = 0; 
   double sumB = 0; 
    
   //ウェイトの和を計算 
   for(int position = 0; position < zoku; position++){ 
    double tensuA = consA.weiDisp(position); 
    double tensuB = consB.weiDisp(position); 
     
    tensulistA.add(consA.weiDisp(position)); 
    tensulistB.add(consB.weiDisp(position)); 
    sumA = sumA + tensuA; 
    sumB = sumB + tensuB; 
   } 
    
   //一度中身を消去 
   consA.clearWeight(); 
   consB.clearWeight(); 
    
   //点数を標準化して新ウェイトにする 
   for(int position=0; position< zoku; position++){ 
    double GweiA = 0; 
    double GweiB = 0; 
     
    GweiA = tensulistA.get(position)/sumA; 
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    GweiB = tensulistB.get(position)/sumB; 
     
    consA.redecideWeight(GweiA); 
    consB.redecideWeight(GweiB); 
   } 
  } 
   
  //シャッフルしたリストを消去して順番通りに戻す 
  conslist.clear(); 
  conslist = (ArrayList<Consumer>) gijiconslist.clone(); 
 } 
  
  
 /* 消費者集団に情報収集を行わせる */ 
 public void searchInformation(){ 
  int numConss = conslist.size(); 
  double pMut = lead_.getCpMutation(); 
  for(int a=0; a<numConss; a++){ 
   Consumer cons = (Consumer)conslist.get(a); 
   cons.searchInfo(pMut); 
  } 
 } 
 
 
 /*セッタ・ゲッタ関数*/ 
  
 public double getFitavg() { 
  return fitavg; 
 } 
 
 public void setFitavg(double avg) { 
  this.fitavg = avg; 
 } 
} 
 
 
 
● ProductSpace クラス 
package camcat; 
import java.util.ArrayList; 
import java.util.Collections; 
import java.util.Comparator; 
 
public class ProductSpace { 
 private String spacename_;//製品空間名（市場名） 
 private ArrayList<Product> productlist = new ArrayList<Product>();//製品リスト 
 private int pRyuko ;//流行製品番号 
 private Lead lead_; 
  
 /* 製品空間コンストラクタ */ 
 public ProductSpace(String spacename, Lead lead){ 
   spacename_ = spacename; 
   lead_ = lead; 
 } 
 
 //製品投入（1 回目） 
 public void entry(Product product){ 
  productlist.add(product); 
 } 
  
 //製品投入（2 回目以降） 
 public void entry2(Product product, int firmNum){ 
  productlist.remove(firmNum); 
  productlist.add(firmNum, product); 
 } 
  
 /* 製品を消費者が評価する */ 
 public int[] evaluateProduct(ChromDouble Cdepend, ChromInteger Ccut, ChromDouble Cwei, ChromInteger Cnet, Function function){ 
  int Ccutsize = Ccut.getCInt();//属性数をゲット 
  double dependzoku = Cdepend.selectCdouble(0);//他者依存度 
  double maxhyoka = 0;//製品の最大評価値 
  int selectedproduct = 10000;//購入する製品番号 
  int ncutNst[] = new int[3];//カットオフされずに残った製品数（N）,購買した数（0or1）,購買した製品の規格 
  int numOfProducts = productlist.size(); 
  int tSelf = lead_.getTSelf(); 
   
  //流行製品属性をウェイト bk に変換 
  ArrayList<Integer> ryukolist = new ArrayList<Integer>(); 
  ArrayList<Double> ryukowei = new ArrayList<Double>(); 
  int sedai = lead_.getCurGeneration(); 
   
  //製品投入の最初の世代であれば ryukowei を 0 に 
  if(sedai == tSelf || sedai == 1){ 
   for(int d = 0; d<Ccutsize; d++){ 
    ryukowei.add(0.0); 
   } 
  } 
  else{//そうでなければ流行製品の属性をウェイトへ 
   double sumryuko = 0; 
 
   ryukolist = ryukoZoku(); 
    
   for(int c = 0; c<Ccutsize; c++){ 
    sumryuko = sumryuko + ryukolist.get(c); 
   } 
 
   for(int d = 0; d<Ccutsize; d++){ 
    double ss = 0; 
    ss = ryukolist.get(d); 
    ryukowei.add(ss/(double)sumryuko); 
   } 
  } 
 
  //各製品の評価を行なう   
  for(int a = 0; a < numOfProducts; a++){ 
   Product product = (Product)productlist.get(a); 
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   double hyoka = 0;//製品の評価値 
    
   //カットオフ判定 
   for(int zoku=0; zoku< Ccutsize ; zoku++){ 
    int cutzoku = Ccut.selectCint(zoku);//カットオフ値 
    int prozoku = product.lookSpec(zoku);//製品属性値 
    if(cutzoku > prozoku){//カットオフした場合 
     hyoka = -100; 
    } 
   } 
    
   if(hyoka != -100) ncutNst[0] += 1; 
    
   if(hyoka != -100){//カットオフされずに残った製品を評価をする 
    for(int zoku=0; zoku< Ccutsize ; zoku++){//製品の評価 
     double weizoku = Cwei.selectCdouble(zoku);//（重み） 
     double bandzoku = ryukowei.get(zoku); 
     int prozoku = product.lookSpec(zoku);//製品属性値 
     int seikizoku = function.Seiki(prozoku, 2.0);//製品属性を正規乱数で認識誤差を出す 
     hyoka = hyoka + (bandzoku * seikizoku * dependzoku  +  weizoku * seikizoku * (1 - dependzoku));  
    } 
   } 
   if(hyoka > maxhyoka && hyoka != 0){//最大評価値の更新 
    maxhyoka = hyoka; 
    selectedproduct = a;//製品 a を購入候補に入れる 
   } 
  }  
   
  if(selectedproduct != 10000){//最大効用の製品を購入する. 
   Product product = (Product)productlist.get(selectedproduct); 
   int kikaku = product.lookSt(); 
   ncutNst[2] = kikaku; 
   product.setNumOfPurchase(1);//購入数を更新 
   ncutNst[1] = 1; 
  } 
  else{ 
   ncutNst[1] =0; 
   ncutNst[2] = 10000; 
  } 
   
  return ncutNst; 
 } 
  
  
 /* 製品シェアをリセットする */ 
 public void resetShare(){ 
  int numOfProducts = productlist.size(); 
  for(int a = 0; a < numOfProducts; a++){ 
   Product product = (Product)productlist.get(a); 
   product.setNumOfPurchase(10000); 
  } 
 } 
  
  
 /* 製品シェアと流行製品をだす */ 
 public void productShare(){ 
  int numProducts = productlist.size();//製品数を取得 
  boolean hantei = false;//製品投入判定 
  ArrayList<Integer> saleslist = new ArrayList<Integer>(); 
   
  //売上リスト作成 
  for(int a=0; a< numProducts ; a++){ 
   hantei = true; 
   int share = 0; 
   Product product = (Product)productlist.get(a); 
   share = product.getNumOfPurchase(); 
   saleslist.add(share); 
  } 
   
  if(hantei == true){ 
   Comparator comp = Collections.reverseOrder(); 
   Collections.sort(saleslist, comp); 
   int max = saleslist.get(0);//最大売り上げを得る 
   int pRyuko = 10000; 
    
   for(int a=0; a<numProducts; a++){//流行製品を探す 
    Product product = (Product)productlist.get(a); 
    int share = product.getNumOfPurchase(); 
    if(max == share){ 
     pRyuko = a; 
    } 
   } 
   setPRyuko(pRyuko); 
  } 
 } 
  
  
 /* 製品シェアから企業シェアをカウントする */ 
 public void culcFirmshare(){ 
  int numProducts = productlist.size();//製品数を取得 
  for(int a=0; a< numProducts; a++){ 
   Product product = (Product)productlist.get(a); 
   product.addFirmshare(product); 
  } 
 } 
 
 
 /* 流行製品属性を返す */ 
 public ArrayList<Integer> ryukoZoku(){ 
   
  ArrayList<Integer> list = new ArrayList<Integer>(); 
   
  int ryukonum = getPRyuko(); 
  Product product = (Product)productlist.get(ryukonum); 
   
  list = product.copyChrom(); 
   
  return list; 
 } 
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 /* セッタ・ゲッタ */ 
 public void setPRyuko(int ryuko) { 
  pRyuko = ryuko; 
 } 
 
 public int getPRyuko() { 
  return pRyuko; 
 } 
  
 public int getPlist(){ 
  return productlist.size(); 
 } 
 
} 
 
 
 
● Firm クラス 
package camcat; 
import java.util.*; 
 
public class Firm { 
  private String firmname_;//企業名 
  private TonyuRule tonyurule_; 
  private ProductSpace productspace_; 
  private Function function_; 
  private Lead lead_; 
  private ChromDouble mytechst = new ChromDouble();//技術戦略染色体 
  private ChromInteger mynet = new ChromInteger();//ネットワーク染色体 
  private ChromInteger mytech = new ChromInteger();//保有技術染色体 
  private int numOfSales = 0;//自社売上 
  private double fitness = 0.0;//適応度 
  private double selfvalue = 0.0; 
  //規格選択に用いられるウェイト 
  double weid = 0.0; 
  double weie = 0.0; 
  double weif = 0.0; 
  private Product product[] = new Product[30];//製品の最大値 
   
   
 /* 企業コンストラクタ */ 
 public Firm(String firmname, TonyuRule tonyurule, ProductSpace productspace, Function function, Lead lead){ 
  firmname_ = firmname; 
  tonyurule_ = tonyurule; 
  productspace_ = productspace; 
  function_ = function; 
  lead_ = lead; 
  weid = Math.random(); 
  weie = Math.random(); 
  weif = Math.random(); 
 } 
  
 /* 技術戦略属性を決定する */ 
 public void decideTechSt(int firmnum){ 
  ArrayList<Double> tensulist = new ArrayList<Double>(); 
  tensulist.clear();//点数リストの初期化 
  double sum = 0;//点数の和を初期化 
  int zoku = lead_.getAN();//属性数をゲット 
   
  //初期技術戦略値を与えるために点数をつける 
  for(int b=0; b<zoku; b++){ 
   double tensu = Math.random(); 
   tensulist.add(tensu); 
   sum = sum + tensu; 
  } 
   
  //点数を標準化して技術戦略初期値にする 
  for(int b=0; b<zoku; b++){ 
   double Gtechst = 0; 
   Gtechst = tensulist.get(b)/sum; 
   mytechst.addDouble(Gtechst); 
  } 
 } 
  
  
 /* 技術属性を決定する */ 
 public void decideTechnology(int firmnum){  
  int zoku = lead_.getAN();//技術属性数をゲット 
   
  //技術初期値を与える 
  for(int b=0; b<zoku; b++){ 
   int Gtech = (int)(Math.random()*5); 
   mytech.addInt(Gtech);  
  } 
 } 
  
 /* ネットワーク属性（規格）を決定する */ 
 public void decideNetwork(int firmnum){ 
  int numOfStandard = lead_.getSN();//規格数をゲット 
   
  if(firmnum < numOfStandard){//全規格が生成されるための条件 
   int Gnet = firmnum; 
   mynet.addInt(Gnet); 
  } 
  else {//それ以外は規格番号を 0～NSN-1 でランダムに与える 
   int Gnet = (int)(Math.random()*numOfStandard); 
   mynet.addInt(Gnet);  
  } 
 } 
  
 /* 投入の意思決定をして、製品を投入する */ 
 public void throwProduct(int firmNum){ 
  boolean hantei = false; 
  int targetProblem = lead_.getTargetProblem();//対象問題 
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  int tSelf = lead_.getTSelf();//自主調整期間 
  int sedai = lead_.getCurGeneration(); 
  int nGeneration = lead_.getNGeneration(); 
   
  hantei = tonyurule_.decideThrow(sedai); 
   
  //初期世代 or 自主調整後には製品投入 
  if(targetProblem == 0 && sedai == (tSelf + 1) || targetProblem == 1 && sedai == 1){ 
   product[firmNum] = new Product("製品"+firmNum, this, productspace_); 
   productspace_.entry(product[firmNum]);//製品空間の製品リストに製品を登録 
   tonyurule_.createSpec(mytech, product[firmNum]);//技術から製品仕様決定 
   tonyurule_.createSt(mynet, product[firmNum]);//製品規格決定 
  }   
  else if(hantei == true){//投入判定が True のときに製品投入 
   product[firmNum] = new Product("製品"+firmNum, this, productspace_); 
   productspace_.entry2(product[firmNum], firmNum);//製品空間の製品リストに製品を登録 
   tonyurule_.createSpec(mytech, product[firmNum]);//技術から製品仕様決定 
   tonyurule_.createSt(mynet, product[firmNum]);//製品規格決定 
  } 
 } 
 
 /* 企業適応度の計算 */ 
 public void setFitness(int numOfCons, double network){ 
  double weia = lead_.getFWeiA(); 
  double weib = lead_.getFWeiB(); 
  double weic = lead_.getFWeiC(); 
  int numOfpurchaser = getSales(); 
  int zoku = lead_.getAN();//属性数 
  int maxZoku = lead_.getMaxZoku(); 
  selfvalue = 0.0; 
   
  //自社技術評価 
  for(int a =0; a<zoku; a++){ 
   selfvalue = selfvalue + mytechst.selectCdouble(a) * (mytech.selectCint(a) / (double)maxZoku);//コンセプトはかけずに 
  } 
  double share = (numOfpurchaser/(double)numOfCons); 
  this.fitness = weia * share + weib * selfvalue + weic * network; 
 } 
  
 /* 規格選択をする */ 
 public void selectStandard(ArrayList<Double> stShare, ArrayList<Integer> netList, ArrayList[] firmStList, int numOfFirm, double otherStValue[], 
int numOfZoku, int preKikaku){ 
  int numOfSt = stShare.size();//規格の数 
  int selectSt = 0;//選択規格番号 
  double maxHyoka = 0;//最大評価値 
   
  //他規格評価 
  for(int a=0; a<numOfSt; a++){ 
   double Hyoka = weid * stShare.get(a) + weie * netList.get(a)/(double)numOfFirm + weif * otherStValue[a]; 
   if(maxHyoka < Hyoka){  
    maxHyoka = Hyoka; 
    selectSt = a; 
   } 
  } 
   
  //規格が変わったとき 
  if(selectSt != preKikaku){ 
   mynet.chromSet(0,selectSt);//規格の乗り換え 
   for(int a=0; a<numOfZoku; a++){ 
    mytech.chromSet(0,0); 
   } 
  }  
 } 
  
 /* 他企業を評価する */ 
 public double hyokaOtherfirm(Firm otherfirm){ 
  double hyoka = 0; 
  int zoku = lead_.getAN(); 
  int maxZoku = lead_.getMaxZoku(); 
 
  for(int a =0; a< zoku; a++){ 
   hyoka = hyoka + mytechst.selectCdouble(a) * (otherfirm.techDisp(a) / (double)maxZoku ); 
  } 
  return hyoka; 
 } 
  
 /* 染色体をコピーする */ 
 public void chromCopy(Firm otherfirm){ 
  int zoku = lead_.getAN(); 
   
  //技術と技術戦略のコピー 
  for(int a=0; a<zoku; a++){ 
   mytech.chromSet(a,otherfirm.techDisp(a)); 
   mytechst.chromSet(a,otherfirm.techstDisp(a)); 
  } 
 } 
  
  
 /* マスクのかかっていない部分をコピーする（技術） */ 
 public void maskCopyTech(ArrayList<Integer> techlist ,ArrayList<Integer> masklist){ 
  int mask;//マスクの値 
  int zoku = lead_.getAN(); 
   
  for(int a=0; a<zoku; a++){ 
   mask = masklist.get(a);//0 か 1 がはいる 
   if(mask == 0){// 
    int Gtech = techlist.get(a);//マスクのかかっていない相手の技術属性 
    mytech.chromSet(a,Gtech);//相手の技術を置き換える。 
   } 
  } 
 } 
  
 /* マスクのかかっていない部分をコピーする（技術戦略） */ 
 public void maskCopyTechst(ArrayList<Double> techstlist ,ArrayList<Integer> masklist){ 
  int mask;//マスクの値 
  double sum = 0; 
  int zoku = lead_.getAN(); 
   
  for(int a=0; a<zoku; a++){ 
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   mask = masklist.get(a);//0 か 1 がはいる 
   if(mask == 0){ 
    double Gtechst = techstlist.get(a);//マスクがかかっていない相手の技術戦略 
    mytechst.chromSet(a,Gtechst);//相手の技術戦略を置き換える。 
   } 
  } 
   
  for(int a=0; a<zoku; a++){ 
   double Gtechst =mytechst.selectCdouble(a); 
   sum = sum + Gtechst; 
  } 
   
  for(int a=0; a<zoku; a++){//標準化して技術戦略を更新する 
   double Gtechst = 0; 
   Gtechst = mytechst.selectCdouble(a) / sum; 
   mytechst.chromSet(a,Gtechst); 
  } 
 } 
  
 /* 技術開発を行う */ 
 public void developFirm(double Pmut){ 
  int zoku = lead_.getAN(); 
  int maxTech = lead_.getMaxZoku(); 
  double dpPower = lead_.getDpPower();//開発力 
  double pRD = 0;//開発確率 
   
  for(int a = 0; a < zoku; a++){ 
   pRD = Pmut * mytechst.selectCdouble(a) * 10;//開発確率を求める 
   double pro = Math.random(); 
   int i = 0; 
   if(pro < pRD){ 
    int Gtech; 
    int motoGtech = mytech.selectCint(a); 
    do{ 
     Gtech = function_.Seiki(motoGtech,dpPower); 
     if(Gtech > motoGtech) break; 
    }while(i == 0); 
     
    if(Gtech > maxTech){ 
     Gtech = maxTech; 
    } 
    mytech.chromSet(a,Gtech); 
     
    double Gtechst; 
    double motoGtechst = mytechst.selectCdouble(a); 
    do{ 
     Gtechst = function_.Seiki2(motoGtechst,2); 
     if(Gtechst != motoGtechst && Gtechst != 0) break;  
    }while(i == 0); 
    mytechst.chromSet(a,Gtechst); 
   }  
  } 
   
  ArrayList<Double> tensulist = new ArrayList<Double>(); 
  tensulist.clear(); 
  double sum = 0; 
   
  //ウェイトの合計 
  for(int a=0; a<zoku; a++){ 
   double tensu = 0; 
   tensu = mytechst.selectCdouble(a); 
   sum += tensu; 
   tensulist.add(tensu); 
  } 
   
  //ウェイトを標準化して技術戦略にする 
  for(int b=0; b<zoku; b++){ 
   double Gtechst = 0; 
   Gtechst = ((Double)tensulist.get(b)).doubleValue()/sum; 
   mytechst.chromSet(b,Gtechst); 
  } 
 } 
  
 
 /* 規格を公的標準に変える */ 
 public void changeStandard(int dejuSt, int numOfZoku){ 
   
  int curSt = mynet.selectCint(0); 
   
  if(curSt != dejuSt){ 
   mynet.chromSet(0,dejuSt);//規格の乗り換え 
   for(int a=0; a<numOfZoku; a++){ 
    mytech.chromSet(0,0);//前規格で生きていた技術を捨てる 
   } 
  }  
 } 
 
 /* 技術を表示 */ 
 public int techDisp(int position){ 
  int tech = mytech.selectCint(position); 
  return tech; 
 } 
  
 /* 技術戦略を表示 */ 
 public double techstDisp(int position){ 
  double techst = mytechst.selectCdouble(position); 
  return techst; 
 } 
  
 /* ネットワークを表示 */ 
 public int networkDisp(int position){ 
  int net = mynet.selectCint(position); 
  return net; 
 } 
  
  
 /* 企業の名前 */ 
 public String toString(){ 
  return firmname_; 
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 } 
  
 /* ゲッタ・セッタ関数 */ 
 public double getSelfvalue() { 
  return selfvalue; 
 } 
 
 public void setSelfvalue(double selfvalue) { 
  this.selfvalue = selfvalue; 
 } 
  
 public int getSales() { 
  return numOfSales; 
 } 
 
 public void setSales(int numOfSales) { 
  if(numOfSales == 10000) this.numOfSales = 0;//世代ごとにシェアをリセット 
  if(numOfSales != 10000) this.numOfSales += numOfSales; 
 } 
  
 public double getFitness() { 
  return fitness; 
 } 
} 
 
 
 
● Consumer クラス 
package camcat; 
import java.util.ArrayList; 
import java.util.Collections; 
import java.util.Comparator; 
 
public class Consumer { 
 private String consname_;//消費者名 
 private ProductSpace productspace_;//所属製品空間 
 private Function function_;//関数 
 private Lead lead_; 
 private ChromDouble mydepend = new ChromDouble();//消費性向染色体 
 private ChromInteger mycutoff = new ChromInteger();//カットオフ染色体 
 private ChromDouble myweight = new ChromDouble();//ウェイト染色体 
 private ChromInteger mynet = new ChromInteger();//ネットワーク染色体 
 private double fitness = 0.0;//適応度 
 private int ncut = 0;//カットオフされずに残った製品 
 Product product[] = new Product[500];//製品の最大値 
  
 /* 消費者コンストラクタ */ 
 public Consumer(String consname, ProductSpace productspace, Function function, Lead lead){ 
  consname_ = consname; 
  productspace_ = productspace; 
  function_ =function; 
  lead_ = lead; 
 } 
  
 /* 消費性向を決定する */ 
 public void decideDependence(){ 
  int Gdepend = (int)(Math.random()*10); 
  mydepend.addDouble(Gdepend); 
 } 
  
 /* カットオフ属性を決定する */ 
 public void decideCutoff(){ 
  int zoku = lead_.getAN(); 
   
  for(int b=0; b<zoku; b++){ 
   int Gcut = 0; 
   mycutoff.addInt(Gcut); 
  } 
 } 
  
 /* ウェイト属性を決定する */ 
 public void decideWeight(){ 
  ArrayList<Double> tensulist = new ArrayList<Double>(); 
  tensulist.clear();//点数リストの初期化 
  double sum = 0;//点数の和を初期化 
  int zoku = lead_.getAN(); 
   
  //ウェイト値を与えるために点数をつける 
  for(int b=0; b<zoku; b++){ 
   double tensu = Math.random(); 
   tensulist.add(tensu); 
   sum = sum + tensu; 
  } 
   
  //点数を標準化してウェイトにする 
  for(int b=0; b<zoku; b++){ 
   double Gwei = 0; 
   Gwei = tensulist.get(b)/sum; 
   myweight.addDouble(Gwei); 
  } 
 } 
  
 /* ネットワーク属性を決定する */ 
 public void decideNetowrk(int numOfSt){ 
  int Gnet = (int)(Math.random() * numOfSt); 
  mynet.addInt(Gnet); 
 } 
 
 /* 製品を評価して購入し，カットオフされずに残った製品数を得る */ 
 public int purchaseProduct(){  
  int ncutNst[] = new int[3]; 
  //製品空間に入り製品を評価する 
  ncutNst = productspace_.evaluateProduct(mydepend, mycutoff, myweight, mynet, function_); 
  int rvalue = ncutNst[1]; 
  setNcut(ncutNst[0]); 
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  //採用規格を変える 
  if(ncutNst[2] != 10000){ 
   mynet.chromSet(0,ncutNst[2]); 
  } 
  return rvalue; 
 } 
  
 /* 染色体のコピー */ 
 public void chromCopy(Consumer cons){ 
  int zoku = lead_.getAN(); 
   
  mycutoff.chromClear();//カットオフ値をクリア 
   
  //相手のカットオフ値をコピーする 
  for(int a=0; a<zoku; a++){ 
   mycutoff.addInt(cons.cutDisp(a)); 
  } 
   
  myweight.chromClear();//ウェイトをクリア 
   
  //相手のウェイトをコピーする 
  for(int a=0; a<zoku; a++){ 
   myweight.addDouble(cons.weiDisp(a)); 
  } 
   
  mynet.chromClear();//規格をクリア 
  mynet.addInt(cons.netDisp());//相手の規格をコピーする。 
 } 
  
 /* 規格のコピー */ 
 public void netCopy(Consumer cons){ 
  mynet.chromClear();//規格をクリア 
  mynet.addInt(cons.netDisp());//相手の規格をコピーする。 
 } 
  
 /* 消費者適応度のセッタ関数 */ 
 public void setFitness(double pNetwork) { 
  double weia = lead_.getCWeiA(); 
  double weib = lead_.getCWeiB(); 
  double weic = lead_.getCWeiC(); 
  double weid = lead_.getCWeiD(); 
  int ncut = getNcut(); 
  int sumcut = 0;//カットオフ値の和 
  int maxcut = 0;//カットオフ値の最大値 
  int zoku = lead_.getAN(); 
  int maxCut = lead_.getMaxZoku(); 
  int numOfProduct = productspace_.getPlist(); 
  ArrayList<Integer> gijilist = new ArrayList<Integer>(); 
   
  //カットオフ値の和を計算する,ついでにカットオフ値を擬似リストに保管 
  for(int a =0; a<zoku; a++){ 
   int cut = mycutoff.selectCint(a); 
   sumcut = sumcut + cut; 
   gijilist.add(cut); 
  } 
   
  Comparator comp = Collections.reverseOrder(); 
  Collections.sort(gijilist, comp); 
  maxcut = gijilist.get(0);//最大のカットオフ値 
   
  for(int a =0; a<zoku; a++){//カットオフ値の和を計算する 
   mycutoff.selectCint(a); 
  } 
   
  //適応度計算 
  if(maxcut != 0 && ncut !=0){ 
   this.fitness = weia * (1 - ncut/(double)numOfProduct) + weib * (sumcut/(double)(maxCut * zoku)) + weic * (1 / (double)maxcut) + weid * 
pNetwork; 
  } 
  else if(maxcut != 0 && ncut ==0){ 
   this.fitness = weib * (sumcut/(double)(maxCut * zoku)) + weic * (1 / (double)maxcut) + weid * pNetwork; 
  } 
  else if(maxcut == 0 && ncut != 0){ 
   this.fitness = weia * (1 - ncut/(double)numOfProduct) + weib * (sumcut/(double)(maxCut * zoku)) + weid * pNetwork; 
  } 
  else if(maxcut == 0 && ncut ==0){ 
   this.fitness = weib * (sumcut/(double)(maxCut * zoku)) + weid * pNetwork; 
  } 
 } 
  
 /* カットオフ値のコピー */ 
 public void cutCopy(ArrayList<Integer> cutlist ,ArrayList<Integer> masklist){ 
  int mask;//マスクの値 
  int zoku = lead_.getAN(); 
   
  for(int a=0; a<zoku; a++){ 
   mask = masklist.get(a);//0 か 1 がはいる 
   if(mask == 0){// 
    int Gcut = cutlist.get(a);//マスクのかかっていない相手のカットオフ属性 
    mycutoff.chromSet(a,Gcut);//相手のカットオフを置き換える 
   } 
  } 
 } 
  
 /* ウェイトのコピー */ 
 public void weiCopy(ArrayList<Double> weilist ,ArrayList<Integer> masklist){ 
  int mask;//マスクの値 
  int zoku = lead_.getAN(); 
   
  for(int a=0; a<zoku; a++){ 
   mask = masklist.get(a);//0 か 1 がはいる 
   if(mask == 0){// 
    double Gwei = weilist.get(a);//マスクのかかっていない相手のウェイト属性 
    myweight.chromSet(a,Gwei);//相手のウェイトを置き換える 
   } 
  } 
 } 
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 /* 情報収集を行う */ 
 public void searchInfo(double Pmut){ 
  int zoku = lead_.getAN(); 
  int maxCut = lead_.getMaxZoku(); 
  double cVar = lead_.getCVar(); 
   
  for(int a = 0; a < zoku; a++){ 
   double pro = Math.random(); 
   int i = 0; 
   if(pro < Pmut){ 
    int Gcut; 
    int motoGcut = mycutoff.selectCint(a); 
    do{ 
     Gcut = function_.Seiki(motoGcut,cVar); 
     if(Gcut > motoGcut) break; 
    }while(i == 0); 
     
    if(Gcut > maxCut){ 
     Gcut = maxCut; 
    } 
     
    mycutoff.chromSet(a,Gcut); 
     
    double Gwei; 
    double motoGwei = myweight.selectCdouble(a); 
    do{ 
     Gwei = function_.Seiki2(motoGwei,cVar); 
     if(Gwei != motoGwei && Gwei != 0) break; 
    }while(i == 0); 
    myweight.chromSet(a,Gwei); 
   }  
   
   ArrayList<Double> tensulist = new ArrayList<Double>(); 
   double sum = 0; 
    
   //突然変異後のウェイト 
   for(int b=0; b<zoku; b++){ 
    double tensu = 0; 
    tensu = myweight.selectCdouble(b); 
    sum += tensu; 
    tensulist.add(tensu); 
   } 
    
   //点数を標準化して新しいウェイトにする 
   for(int b=0; b<zoku; b++){ 
    double Gweight = 0; 
    Gweight = tensulist.get(b)/sum; 
    myweight.chromSet(b,Gweight); 
   } 
  } 
 } 
  
 
 /* カットオフ値を得る */ 
 public int cutDisp(int position){ 
  int cut = mycutoff.selectCint(position); 
  return cut; 
 } 
  
 /* ウェイトを得る */ 
 public double weiDisp(int position){ 
  double wei = myweight.selectCdouble(position); 
  return wei; 
 } 
  
 /* ネットワークを得る */ 
 public int netDisp(){  
  int net = mynet.selectCint(0); 
  return net; 
 } 
  
 /* ウェイトを全消去 */ 
 public void clearWeight(){ 
  myweight.chromClear(); 
 } 
  
 /* 標準化時に再ウェイト決め */ 
 public void redecideWeight(double Gwei){ 
  myweight.addDouble(Gwei); 
 } 
  
 /* 消費者名を表示*/ 
 public String toString(){ 
  return consname_; 
 } 
  
 /* セッタ・ゲッタ関数 */ 
 public int getNcut() { 
  return ncut; 
 } 
 
 public void setNcut(int ncut) { 
  this.ncut = ncut; 
 } 
 
 public ChromInteger getMycutoff() { 
  return mycutoff; 
 } 
  
 public ArrayList copyCut(){ 
  ArrayList list = new ArrayList(); 
  list = mycutoff.copyChrom(); 
  return list; 
 } 
  
 public double getFitness() { 
  return fitness; 
 } 
} 
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● Product クラス 
package camcat; 
import java.util.ArrayList; 
 
public class Product { 
  private String productname_;//製品名 
  private Firm firmname_;//投入した企業名 
  private ProductSpace productspace_;//投入先の市場 
  private ChromInteger myproduct_ = new ChromInteger();//製品仕様 
  private ChromInteger myproductSt_ = new ChromInteger();//製品規格 
  private int numOfPurchase = 0;//売上数 
  
 /* 製品コンストラクタ */ 
 public Product(String productname, Firm firmname, ProductSpace productspace){ 
  productname_ = productname; 
  firmname_ = firmname; 
  productspace_ = productspace; 
 } 
  
 /* スペックを返す */ 
 public int lookSpec(int ZokuNum){ 
  int z = myproduct_.selectCint(ZokuNum); 
  return z; 
 } 
  
 /* 規格を返す */ 
 public int lookSt(){ 
  int z = myproductSt_.selectCint(0); 
  return z; 
 } 
  
 /* 製品属性のコピー */ 
 public ArrayList<Integer> copyChrom(){ 
  ArrayList<Integer> list = new ArrayList<Integer>(); 
  list = myproduct_.copyChrom(); 
  return list; 
 } 
   
 /* 技術属性を決定する */ 
 public void decidePspec(int Pzoku){ 
  myproduct_.addInt(Pzoku); 
 } 
  
 /* 規格属性を決定する */ 
 public void decidePst(int Pst){ 
  myproductSt_.addInt(Pst); 
 } 
  
 /* 企業売上を加える */ 
 public void addFirmshare(Product product){ 
  int nPurchase = getNumOfPurchase(); 
  firmname_.setSales(nPurchase); 
 } 
  
 /* 購入数のゲッタ関数 */ 
 public int getNumOfPurchase() { 
  return numOfPurchase; 
 } 
  
 /* 購入数のセッタ関数 */ 
 public void setNumOfPurchase(int a) { 
  if(a == 10000) this.numOfPurchase = 0; 
  if(a != 10000) this.numOfPurchase++; 
 } 
  
 /* 製品名を表示 */ 
 public String toString(){ 
  return productname_; 
 } 
} 
 
 
 
● TonyuRule クラス 
package camcat; 
public class TonyuRule { 
 private Function function_; 
 private Lead lead_; 
  
 /* コンストラクタ */ 
 public TonyuRule(Function function, Lead lead){ 
  function_ = function; 
  lead_ = lead; 
 } 
  
 /* 製品の投入意思決定 */ 
 public boolean decideThrow(int sedai){ 
  boolean hantei = false; 
  double pThrow = Math.random(); 
  if(pThrow > 0.50) hantei = true;//意思決定ルールの記述場所 
  return hantei; 
 } 
  
 /* 製品属性を作る（技術→製品属性） */ 
 public void createSpec(ChromInteger Ctech, Product product){ 
  int Ctechsize = Ctech.getCInt(); 
  int maxZoku = lead_.getMaxZoku(); 
   
  for(int a=0; a< Ctechsize ; a++){ 
   int dt = Ctech.selectCint(a); 
   if(dt > maxZoku) dt = maxZoku; 
   product.decidePspec(dt); 
  } 
 } 
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 /* 規格決定 */ 
 public void createSt(ChromInteger Cnet, Product product){ 
  int st = Cnet.selectCint(0); 
  product.decidePst(st); 
 } 
} 
 
 
 
● ChromInteger クラス 
package camcat; 
import java.util.ArrayList; 
 
/* Integer型の染色体操作 */ 
public class ChromInteger { 
 private ArrayList<Integer> intlist = new ArrayList<Integer>(); 
  
 public void addInt(int Gint){ 
  intlist.add(Gint); 
 } 
  
 public int getCInt(){ 
  return intlist.size(); 
 } 
  
 public int selectCint(int position){ 
  int selectedInt = 0; 
  selectedInt = intlist.get(position);  
  return selectedInt; 
 } 
  
 public ArrayList<Integer> copyChrom(){ 
  ArrayList<Integer> ary = new ArrayList<Integer>(); 
  ary = (ArrayList)intlist.clone(); 
  return ary; 
 } 
  
 public String toString(){ 
  StringBuffer string = new StringBuffer(); 
  int size = intlist.size(); 
  if(size > 0){ 
   for(int a = 0; a<size; a++){ 
    int GInt = intlist.get(a); 
    string.append(GInt); 
    string.append(" ");     
   } 
  } 
  return string.toString(); 
 } 
 
  
 public void chromClear(){ 
  intlist.clear(); 
 } 
 
 public void chromSet(int position, int GInt){ 
  intlist.set(position, GInt); 
 } 
} 
 
 
 
● ChromDouble クラス 
package camcat; 
import java.util.ArrayList; 
 
/* Double型の染色体操作 */ 
public class ChromDouble { 
private ArrayList<Double> doublelist = new ArrayList<Double>(); 
  
 public void addDouble(double GDouble){ 
  doublelist.add(GDouble); 
 } 
  
 public int getCDouble(){ 
  return doublelist.size(); 
 } 
  
 public double selectCdouble(int position){ 
  double selectedDouble = 0; 
  selectedDouble = doublelist.get(position); 
   
  return selectedDouble; 
 } 
  
 public String toString(){ 
  StringBuffer string = new StringBuffer(); 
   int size = doublelist.size(); 
   if(size > 0){ 
    for(int a = 0; a<size; a++){ 
     double GDouble = doublelist.get(a); 
     string.append(GDouble); 
     string.append(" ");     
    } 
   } 
  return string.toString(); 
 } 
  
  
 public void chromClear(){ 
  doublelist.clear(); 
 } 
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 public void chromSet(int position, double Gdouble){ 
  doublelist.set(position, new Double(Gdouble)); 
 } 
} 
 
 
 
● Function クラス 
package camcat; 
public class Function { 
  
 /* 正規分布関数（整数を扱う） */ 
 public int Seiki(int a ,double bunsan){//正規乱数 
  int z = 0; 
  double t,u,r1,r2,ransu1,ransu2; 
  t = Math.sqrt(-2.0*Math.log(1-Math.random())); 
  u = 1*Math.PI*Math.random(); 
  r1 = t*Math.cos(u); 
  r2 = t*Math.sin(u); 
  ransu1 = r1*Math.sqrt(bunsan) + a; 
  if (ransu1<0) ransu1 =0; 
  ransu2 = r2*Math.sqrt(bunsan) + a; 
  if (ransu2<0) ransu2 =0; 
  if (Math.random()<=0.5) z = (int)ransu1; 
  else z = (int)ransu2; 
  return z; 
 } 
  
  
 /* 正規分布関数（小数を扱う） */ 
 public double Seiki2(double a, double bunsan){ 
  double t,u,r1,r2,ransu1,ransu2,z = 0; 
  t = Math.sqrt(-2.0*Math.log(1-Math.random())); 
  u = 1*Math.PI*Math.random(); 
  r1 = t*Math.cos(u); 
  r2 = t*Math.sin(u); 
  ransu1 = r1*Math.sqrt(bunsan) + a; 
  if (ransu1<0) ransu1 =0; 
  ransu2 = r2*Math.sqrt(bunsan) + a; 
  if (ransu2<0) ransu2 =0; 
  if (Math.random()<=0.5) z = ransu1; 
  else z = ransu2; 
  return z; 
 } 
} 
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C-2 クラス図とソースコード（5 章） 
クラス図 
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● CAMCaT クラス 
package camcat; 
 
public class CAMCaT { 
 public static void main(String[] args) { 
   
  Lead lead = new Lead();//シミュレーション操作クラス 
  FirmPopulation firmpopulation = new FirmPopulation("企業集団", lead);//企業集団   
  ConsPopulation conspopulation = new ConsPopulation("消費者集団", lead);//消費者集団    
  ProductSpace productspace1 = new ProductSpace("製品空間",lead);//製品空間  
  Function function = new Function();//関数 
  TonyuRule tonyurule = new TonyuRule(function);//企業の投入ルール  
   
  lead.createNetwork();//ネットワークを作成する 
  lead.prepareFirm(firmpopulation, tonyurule, productspace1, function, lead);//世代開始準備を企業がする 
  lead.prepareCons(conspopulation, productspace1, function, lead, tonyurule);//世代開始準備を消費者がする 
  
  int MAX_SEDAI = lead.getNGeneration();//全世代数 
    
  /* 世代の開始（ループ部分) */ 
  for(int sedai=1; sedai<=MAX_SEDAI; sedai++){ 
   lead.setCurGeneration(sedai); 
   lead.startFirm(sedai, firmpopulation, productspace1);//企業行動を開始（製品を投入する） 
   lead.startCons(conspopulation, productspace1);//消費者行動を開始（製品を購入，投入する） 
   lead.calculateShare(productspace1,firmpopulation,conspopulation);//製品シェアを製品別，企業別で求める 
   lead.gaFirm(firmpopulation);//企業が提携・技術開発を行なう 
   lead.gaCons(sedai,conspopulation);//消費者が情報交換を行う   
  } 
 } 
} 
 
 
 
● Lead クラス 
package camcat; 
import java.util.ArrayList; 
 
public class Lead { 
  
 private int nGeneration = 500;//全世代数 
 private int curGeneration;//現在の世代数 
 private int fPopulation = 10;//最大企業数 
 private int cPopulation = 100;//消費者数 
 private int pZoku = 5;//製品の属性数 
 private int maxZoku = 100;//カットオフ値,技術の最大値 
  
 /*進化的計算パラメータ*/ 
 //消費者適応度ウェイト（選好） 
 private double cWeiA = 0.3; 
 private double cWeiB = 0.3; 
 private double cWeiC = 0.1; 
 private double cWeiD = 0.3; 
 //消費者適応度ウェイト（技術） 
 private double cTechWeiA = 0.40; 
 private double cTechWeiB = 0.25; 
 private double cTechWeiC = 0.20; 
 private double cTechWeiD = 0.15; 
 //企業適応度ウェイト 
 private double fWeiA = 0.35; 
 private double fWeiB = 0.25; 
 private double fWeiC = 0.30; 
 private double fWeiD = 0.10; 
 //交叉・突然変異確率 
 private double fpCrossover = 0.60;//企業クロスライセンス確率 
 private double cpCrossover = 0.60;//消費者情報交換確率 
 private double fpMutation = 0.05;//企業技術開発確率 
 private double cpMutation = 0.05;//消費者情報収集確率 
 //消費者(エッジでの技術交叉) 
 private double cpTechCrossover = 0.6;//消費者技術交換確率 
 private double cpTechMutation = 0.05;//消費者技術ひらめき確率 
 //消費者（コミュニティでの交叉） 
 private double cutComCross = 0.6;//消費者の選好交換確率 
 private double techComCross = 0.6;//消費者の技術交換確率 
 
  
 
 /*シナリオ設定用操作パラメータ*/ 
 //消費者の製品探索可能場所 
 private int focus = 2; //0:製品空間のみ 1:製品空間，エッジ   2:製品空間，エッジ，コミュニティ 
  
 //企業戦略関連パラメータ 
 private int rule = 1;//0:自社技術 1:コミュニティ技術の利用 
 private int situ = 0;//製品空間に重視(1)-コミュニティに重視(0) 
  
 //コミュニティでのインタラクション 
 private int interactCom = 1;//（インタラクションあり 1,なし 0） 
  
 //イノベーターの割合 
 private double pInnovator = 0.15;//イノベーターの割合 
  
 //ネットワークパラメータ 
 private double probA = 0.2; 
 private double probB = 0.4; 
 
 /* ネットワーク情報 */ 
 private ArrayList<Integer> edgelist[] = new ArrayList[cPopulation];//各消費者のエッジリスト 
 private int com[] = new int[cPopulation];//各消費者のコミュニティの所属有無 
 private int numOfComCons = 0;//コミュニティに参加している消費者数 
 private ArrayList<Integer> comlist = new ArrayList<Integer>();//全消費者のコミュニティ参加の有無（0,1 の列） 
 private ArrayList<Integer> comcomlist = new ArrayList<Integer>();//コミュニティ所属消費者番号のリスト 
  
  
 /* 企業集団を生成する */ 
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 public void prepareFirm(FirmPopulation firmpopulation, TonyuRule tonyurule, ProductSpace productspace, Function function, Lead lead){ 
   
  Firm firm[] = new Firm[fPopulation];//企業オブジェクト配列 
   
  for(int a=0; a<fPopulation; a++){//企業の初期生成 
   firm[a] = new Firm("企業"+a, tonyurule, productspace, function, lead); 
  } 
   
  for(int a=0; a<fPopulation; a++){//企業を企業集団のリストに登録 
   firmpopulation.entry(firm[a]); 
  } 
   
  firmpopulation.createFirm();//企業ごとに初期属性を与える 
 } 
   
 /* 消費者集団を生成する */ 
 public void prepareCons(ConsPopulation conspopulation, ProductSpace productspace, Function function, Lead lead, TonyuRule tonyurule){ 
 
  Consumer cons[] = new Consumer[cPopulation];//消費者クラスを配列にする 
   
  for(int a=0; a<cPopulation; a++){//消費者の初期生成 
   cons[a] = new Consumer("消費者"+a, productspace, function, lead, tonyurule); 
  } 
   
  for(int a=0; a<cPopulation; a++){//消費者をリストに登録 
   conspopulation.entry(cons[a]); 
  } 
   
  conspopulation.createCons();//消費者ごとに初期属性を与える 
 }  
  
 /* 企業が製品を投入する */ 
 public void startFirm(int sedai, FirmPopulation firmpopulation, ProductSpace productspace){ 
 
  if(sedai == 1 ){ 
   firmpopulation.indicateThrow(0);//初期世代は企業 0 が必ず製品投入 
  } 
  else{ 
   firmpopulation.indicateThrow(10000);//製品投入の指示 
  } 
 } 
  
 /* 消費者が製品を購入し，製品を投入する */ 
 public void startCons(ConsPopulation conspopulation, ProductSpace productspace){ 
   
  conspopulation.indicatePurchase(productspace);//製品購入の指示 
  conspopulation.indicateThrow();//製品投入 
 } 
  
 /* 製品シェアを算出する */ 
 public void calculateShare(ProductSpace productspace, FirmPopulation firmpopulation, ConsPopulation conspopulation){ 
   
  productspace.productShare();//流行製品の算出 
  conspopulation.resetConsShare();//消費者の売り上げをリセット 
  firmpopulation.resetFirmShare();//企業の売り上げをリセット 
  productspace.culcShare();//この世代の製品の売り上げを計算 
 }  
  
 /* 企業集団に GA をかける */ 
 public void gaFirm(FirmPopulation firmpopulation){ 
 
  firmpopulation.calculateFitness(cPopulation);//全企業の適応度を計算して平均適応度を格納 
  firmpopulation.selectionFirm();//企業を選択する 
  firmpopulation.crosslicenceFirm(fpCrossover);//企業にクロスライセンスさせる 
  firmpopulation.developmentFirm(fpMutation);//企業に技術開発をさせる 
 } 
   
 /* 消費者集団に GA をかける */ 
 public void gaCons(int x, ConsPopulation conspopulation){  
 
  conspopulation.calculateFitness();//全消費者の適応度を計算して平均適応度を格納 
  conspopulation.cutSC(cpCrossover);//消費者に情報交換させる（エッジ） 
  conspopulation.techSC(cpCrossover);//消費者に技術交換させる（エッジ） 
     
  if(interactCom == 1){ 
   conspopulation.cutCrossCom(cutComCross);//消費者に情報交換させる（コミュニティ） 
   conspopulation.techCrossCom(techComCross);//消費者に技術交換させる（コミュニティ） 
  } 
     
  conspopulation.searchInformation(cpMutation);//消費者に情報収集させる 
  conspopulation.developTechnology();//消費者の技術ひらめき       
 } 
  
 /* ネットワーク生成 */ 
 public void createNetwork(){ 
  int numConss = cPopulation;//消費者数 
   
  //各エージェントの潜在エッジ 
  ArrayList ePotenlist[] = new ArrayList[numConss]; 
   
  //各エージェントとコミュニティへの潜在的リンク 
  int cPoten[] = new int[numConss]; 
   
  //客観的に見た潜在リンクのセット 
  ArrayList<Integer> ePotenlist1 = new ArrayList<Integer>(); 
  ArrayList<Integer> ePotenlist2 = new ArrayList<Integer>(); 
   
  //客観的にみた潜在コミュニティリンク 
  ArrayList<Integer> cPotenlist = new ArrayList<Integer>(); 
   
  for(int a=0; a<numConss; a++){ 
   edgelist[a] = new ArrayList<Integer>(); 
   ePotenlist[a] = new ArrayList<Integer>(); 
    
  } 
   
  int num = 0;//ネットワークに入ったエージェント数 
   
  do{ 
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   int x,y; 
   int nodeA,nodeB = 0; 
   int nodeP = 0; 
   int nodeAsize,nodeBsize,nodeCsize,comsize = 0; 
   double random; 
   boolean hantei = true; 
    
   //フェーズ 1) 
   random = Math.random(); 
   if(probA > random){ 
    if(num == 0){ 
     com[0]= 1; 
    } 
    if(num != 0){ 
     nodeA = (int)(Math.random() * num); 
     //互いにリンク 
     edgelist[num].add(nodeA); 
     edgelist[nodeA].add(num); 
      
     nodeAsize = edgelist[nodeA].size();        
     nodeCsize = edgelist[num].size(); 
      
     for(int b=0; b<nodeAsize; b++){ 
       
       x = edgelist[nodeA].get(b); 
        
       hantei = true; 
        
       if(num == x){ 
        hantei = false; 
       } 
       for(int c =0; c<nodeCsize; c++){ 
         
        if(x == edgelist[num].get(c)){ 
         hantei = false; 
        } 
       } 
       if(hantei == true){ 
        //互いに潜在的リンク 
        ePotenlist[num].add(x); 
        ePotenlist[x].add(num); 
       } 
      } 
      
     //選択ノードがコミュニティに入っている場合 
     if(com[nodeA] == 1){ 
      cPoten[num] = 1; 
     } 
    } 
    num++; 
   } 
    
   //フェーズ 2) 
   random = Math.random(); 
    
   if(probB > random){ 
    if(ePotenlist1.size() !=0){      
     do{ 
      hantei = true; 
      y = (int)(Math.random() * ePotenlist1.size()); 
       
      nodeA = ((Integer)ePotenlist1.get(y)).intValue(); 
      nodeB = ((Integer)ePotenlist2.get(y)).intValue(); 
       
      nodeAsize = edgelist[nodeA].size(); 
 
      //ある潜在リンクの組がすでにリンクされていれば false 
      for(int c =0; c<nodeAsize; c++){ 
       if(edgelist[nodeA].get(c) == nodeB){ 
        hantei = false; 
        break; 
       } 
      } 
       
      if(hantei == true){ 
       //潜在リストから削除 
       ePotenlist1.remove(y); 
       ePotenlist2.remove(y); 
        
       //互いにリンク 
       edgelist[nodeA].add(nodeB); 
       edgelist[nodeB].add(nodeA);      
  
      } 
     }while(hantei == false); 
            
     //ノード B の隣接ノードをノード A の潜在的リンクとする 
      
     nodeBsize = edgelist[nodeB].size();      
     nodeAsize = edgelist[nodeA].size(); 
      
     for(int b=0; b<nodeBsize; b++){ 
      x = edgelist[nodeB].get(b); 
      hantei = true; 
       
      if(nodeA == x){ 
       hantei = false; 
      } 
       
      for(int c =0; c<nodeAsize; c++){ 
       if(x == edgelist[nodeA].get(c)){ 
        hantei = false; 
       } 
      } 
       
      if(hantei == true){ 
       //互いに潜在的リンク 
       ePotenlist[nodeA].add(new Integer(x)); 
       ePotenlist[x].add(new Integer(nodeA)); 
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       ePotenlist1.add(new Integer(x)); 
       ePotenlist2.add(new Integer(nodeA)); 
      }       
     } 
 
                 //ノード A の隣接ノードをノード B の潜在的リンクとする       
     nodeAsize = edgelist[nodeA].size();      
     nodeBsize = edgelist[nodeB].size(); 
       
     for(int b=0; b<nodeAsize; b++){ 
      x = edgelist[nodeA].get(b); 
       
      if(nodeB == x){ 
       hantei = false; 
      } 
       
      for(int c =0; c<nodeBsize; c++){ 
       if(x == edgelist[nodeB].get(c)){ 
        hantei = false; 
       } 
      } 
       
      if(hantei == true){//互いに潜在的リンク 
       ePotenlist1.add(x); 
       ePotenlist2.add(nodeB); 
      }        
     } 
  
     if(com[nodeA] == 1){ 
      cPoten[nodeB] = 1; 
     }      
     if(com[nodeB] == 1){ 
      cPoten[nodeA] = 1; 
     } 
    }     
   } 
    
   //フェーズ 3) 
   random = Math.random(); 
   double z = 1 - probA - probB; 
   double potensize = 0; 
    
   if(z > random){     
    potensize = cPotenlist.size(); 
    if(potensize != 0){ 
     do{ 
      hantei = true; 
      potensize = cPotenlist.size(); 
      y = (int)(Math.random() * potensize); 
       
      nodeA = ((Integer)cPotenlist.get(y)).intValue(); 
       
      cPotenlist.remove(y); 
       
       
      //ある潜在コミュニティリンクがすでにリンクされていれば false 
      if(com[nodeA] == 1){ 
       hantei = false; 
       break; 
      }   
       
      if(hantei == true){ 
       com[nodeA] = 1; 
      } 
       
     }while(hantei == false); 
       
     nodeAsize = edgelist[nodeA].size(); 
      
     for(int b=0; b<nodeAsize; b++){ 
      x = ((Integer)edgelist[nodeA].get(b)).intValue(); 
       
      cPoten[x] = 1; 
      cPotenlist.add(new Integer(x)); 
     } 
      
     comsize = comlist.size(); 
      
     for(int c=0; c<comsize; c++){ 
      x = com[c]; 
       
      for(int d =0; d<nodeAsize; d++){ 
       if(x == ((Integer)edgelist[nodeA].get(d)).intValue()){ 
        hantei = false; 
       } 
      } 
       
      if(hantei == true){ 
       ePotenlist1.add(x); 
       ePotenlist2.add(nodeA); 
      } 
     } 
    }      
   } 
    
  }while(num < numConss); 
   
  for(int a = 0; a<numConss; a++){  
   setComlist(com[a]); 
   if(com[a] == 1){ 
    setComcomlist(a); 
    setNumOfComCons(); 
   } 
  }  
   
  //リストの長さを揃える 
  for(int a =0; a<numConss; a++){ 
   do{ 
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    if(edgelist[a].size() == numConss){ 
     break; 
    } 
    edgelist[a].add(new Integer(-1)); 
   }while(edgelist[a].size() < numConss); 
  }  
 } 
 
  
 /* セッタ・ゲッタ関数 */ 
 public int getNGeneration() { 
  return nGeneration; 
 } 
 
 public int getPZoku() { 
  return pZoku; 
 } 
 
 
 public void setPZoku(int zoku) { 
  pZoku = zoku; 
 } 
  
  
 public int getCurGeneration() { 
  return curGeneration; 
 } 
 
 public void setCurGeneration(int curGeneration) { 
  this.curGeneration = curGeneration; 
 } 
 
 
 public int getMaxZoku() { 
  return maxZoku; 
 } 
 
 public double getProbA() { 
  return probA; 
 } 
 
 
 public double getProbB() { 
  return probB; 
 } 
 
 
 public int getCPopuration() { 
  return cPopulation; 
 } 
 
 
 public int getFocus() { 
  return focus; 
 } 
 
 
 public void setFocus(int focus) { 
  this.focus = focus; 
 } 
 
 public double getCpTechCrossover() { 
  return cpTechCrossover; 
 } 
 
 
 public double getCpTechMutation() { 
  return cpTechMutation; 
 } 
 
 
 public double getPInnovator() { 
  return pInnovator; 
 } 
 
 
 public void setMaxZoku(int maxZoku) { 
  this.maxZoku = maxZoku; 
 } 
 
 public int getSitu() { 
  return situ; 
 } 
 
 public double getCTechWeiA() { 
  return cTechWeiA; 
 } 
 
 
 public void setCTechWeiA(double techWeiA) { 
  cTechWeiA = techWeiA; 
 } 
 
 
 public double getCTechWeiB() { 
  return cTechWeiB; 
 } 
 
 
 public void setCTechWeiB(double techWeiB) { 
  cTechWeiB = techWeiB; 
 } 
 
 
 public double getCTechWeiC() { 
  return cTechWeiC; 
 } 
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 public void setCTechWeiC(double techWeiC) { 
  cTechWeiC = techWeiC; 
 } 
 
 
 public double getCTechWeiD() { 
  return cTechWeiD; 
 } 
 
 
 public void setCTechWeiD(double techWeiD) { 
  cTechWeiD = techWeiD; 
 } 
 
 
 public double getCWeiA() { 
  return cWeiA; 
 } 
 
 
 public void setCWeiA(double weiA) { 
  cWeiA = weiA; 
 } 
 
 
 public double getCWeiB() { 
  return cWeiB; 
 } 
 
 
 public void setCWeiB(double weiB) { 
  cWeiB = weiB; 
 } 
 
 
 public double getCWeiC() { 
  return cWeiC; 
 } 
 
 
 public void setCWeiC(double weiC) { 
  cWeiC = weiC; 
 } 
 
 
 public double getCWeiD() { 
  return cWeiD; 
 } 
 
 
 public void setCWeiD(double weiD) { 
  cWeiD = weiD; 
 } 
 
 
 public double getFWeiA() { 
  return fWeiA; 
 } 
 
 
 public void setFWeiA(double weiA) { 
  fWeiA = weiA; 
 } 
 
 
 public double getFWeiB() { 
  return fWeiB; 
 } 
 
 
 public void setFWeiB(double weiB) { 
  fWeiB = weiB; 
 } 
 
 
 public double getFWeiC() { 
  return fWeiC; 
 } 
 
 
 public void setFWeiC(double weiC) { 
  fWeiC = weiC; 
 } 
 
 
 public double getFWeiD() { 
  return fWeiD; 
 } 
 
 
 public void setFWeiD(double weiD) { 
  fWeiD = weiD; 
 } 
 
 
 public int getRule() { 
  return rule; 
 } 
 
 
 public void setRule(int rule) { 
  this.rule = rule; 
 } 
 
 
 public int getInteractCom() { 
  return interactCom; 
 } 
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 public double getTechComCross() { 
  return techComCross; 
 } 
 
 public double getCutComCross() { 
  return cutComCross; 
 } 
 
 public int getCom(int a) { 
  return com[a]; 
 } 
 
 
 public void setCom(int com, int a) { 
  this.com[a] = com; 
 } 
 
 
 public ArrayList getEdgelist(int num) { 
  return edgelist[num]; 
 } 
  
 public ArrayList[] getAllEdgelist(){ 
  return edgelist; 
 } 
  
 public int getNumOfComCons() { 
  return numOfComCons; 
 } 
 
 
 public void setNumOfComCons() { 
  this.numOfComCons++; 
 } 
  
 public ArrayList<Integer> getComlist() { 
  return comlist; 
 } 
 
 public void setComlist(int a) { 
  this.comlist.add(new Integer(a)); 
 } 
 
 
 public ArrayList<Integer> getComcomlist() { 
  return comcomlist; 
 } 
 
 
 public void setComcomlist(int comnum) { 
  this.comcomlist.add(comnum); 
 } 
 
} 
 
 
 
● FirmPopulation クラス 
package camcat; 
import java.util.*; 
 
public class FirmPopulation { 
 private String populationname_;//企業集団名 
 private Lead lead_; 
 private ArrayList<Firm> firmlist =new ArrayList<Firm>();//企業リスト 
  
 /* コンストラクタ */ 
 public FirmPopulation(String populationname, Lead lead){ 
  populationname_ = populationname; 
  lead_ = lead; 
 } 
  
 /* 企業をリストに登録 */  
 public void entry(Firm firm){ 
  firmlist.add(firm); 
 } 
 
    /* 各企業に染色体を与える */ 
 public void createFirm(){ 
  int numFirms = firmlist.size();//企業数を取得 
   
  for(int a=0; a<numFirms; a++){//企業番号順に属性を与える 
   Firm firm = (Firm)firmlist.get(a); 
 
   //技術戦略初期値を与える 
   firm.decideTechSt(); 
    
   //技術属性を与える 
   firm.decideTechnology();  
    
   //周囲状況を与える 
   firm.decideSituation(); 
  }  
 } 
  
 /* 製品投入を指示する */ 
 public void indicateThrow(int fNumber){ 
   
  int numFirms = firmlist.size();//企業数を獲得 
   
  if(fNumber == 0){//初期世代のみ企業 0 が製品を投入 
   Firm firm = (Firm)firmlist.get(fNumber); 
   firm.throwProduct(); 
  } 
  else{//初期世代以外は全ての企業が製品投入の意思決定を行う 
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   for(int a=0; a<numFirms; a++){ 
    Firm firm = (Firm)firmlist.get(a); 
    firm.throwProduct(); 
   } 
  } 
 } 
  
 /* 企業シェアをリセットする */ 
 public void resetFirmShare(){ 
   
  int numFirms = firmlist.size();//企業数を取得 
   
  for(int a=0; a<numFirms; a++){//前世代のシェアリセット 
   Firm firm = (Firm)firmlist.get(a); 
   firm.setNPUR(10000); 
  } 
 } 
  
 /* 企業の適応度を計算する */ 
 public void calculateFitness(int numOfConss){ 
  int numFirms = firmlist.size();//企業数を獲得 
  int sumtech=0;//技術の和 
  double maxrisk=0.0; 
   
  for(int a=0; a<numFirms; a++){ 
   Firm firm = (Firm)firmlist.get(a); 
   firm.setMaxtech(); 
   firm.setRisk(); 
   firm.setSelfvalue(); 
   firm.setSumtech();  
    
   if(maxrisk < firm.getRisk()){ 
    maxrisk = firm.getRisk(); 
   } 
    
   if(sumtech < firm.getSumtech()){ 
    sumtech = firm.getSumtech(); 
   } 
  } 
   
  for(int a=0; a<numFirms; a++){ 
   Firm firm = (Firm)firmlist.get(a); 
   firm.setFitness(numOfConss,maxrisk,sumtech);    
  } 
 }  
  
 /* 企業を選択する（ランキング選択） */  
 public void selectionFirm(){ 
  int numFirms = firmlist.size();//企業サイズ 
  ArrayList<Double> fitlist = new ArrayList<Double>();//適応度リスト 
   
  //企業の適応度を適応度リストに一時確保 
  for(int a=0; a<numFirms; a++){ 
   Firm firm = (Firm)firmlist.get(a); 
   double fit = firm.getFitness(); 
   fitlist.add(fit); 
  } 
   
  Collections.sort(fitlist);//適応度を小さい順にソート   
  double minfit = fitlist.get(0);//最小適応度を得る   
  int toutafirm = 0;//淘汰される企業番号 
   
  for(int a=0; a<numFirms; a++){//最小適応度を持つ企業を探す 
   Firm firm = (Firm)firmlist.get(a); 
   double fit = firm.getFitness(); 
   if(minfit == fit){//最小適応度をもつ企業を淘汰される企業とする 
    toutafirm = a; 
   } 
  } 
   
  Firm tfirm = (Firm)firmlist.get(toutafirm);     
  Collections.reverse(fitlist);//適応度を高い順にソート   
  double maxfit = fitlist.get(0);//最大適応度を得る   
  int saiseifirm = 0;//再生される企業番号 
   
  for(int a=0; a<numFirms; a++){//最大適応度を持つ企業を探す 
   Firm firm = (Firm)firmlist.get(a); 
   double fit = firm.getFitness(); 
   if(maxfit == fit){//最大適応度をもつ企業を淘汰される企業とする 
    saiseifirm = a; 
   } 
  } 
   
  Firm sfirm = (Firm)firmlist.get(saiseifirm);   
  tfirm.chromCopy(sfirm);//淘汰された企業の技術を選択先企業の技術をコピーする   
 }  
  
 /* 企業がクロスライセンスを行う */  
 public void crosslicenceFirm(double pCross){ 
   
  ArrayList<Firm> gijifirmlist = new ArrayList<Firm>();//企業擬似リスト 
  gijifirmlist = (ArrayList<Firm>)firmlist.clone();//順番に並んでいるのを保持 
  Collections.shuffle(firmlist);//企業番号をシャッフル 
  int numFirms = firmlist.size();//企業数を取得 
  int numOfMask = 3;//マスク数 
   
  int pZoku = lead_.getPZoku();//属性数   
  ArrayList<Integer> masklist = new ArrayList<Integer>();//マスク 1or0 を入れるリスト 
  ArrayList<Integer> gijilistA = new ArrayList<Integer>();//技術リスト 
  ArrayList<Integer> gijilistB = new ArrayList<Integer>();//技術リスト 
  ArrayList<Double> gijilistC = new ArrayList<Double>();//技術戦略リスト 
  ArrayList<Double> gijilistD = new ArrayList<Double>();//技術戦略リスト 
   
  for(int a = 0; a < pZoku; a++){//マスクリスト作成 
   if(a < numOfMask){ 
    masklist.add(new Integer(1)); 
   } 
   else masklist.add(new Integer(0)); 
  }   
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  for(int a = 0; a < numFirms; a += 2){//先頭から順に 2 社ずつ取り出して交叉判定    
   gijilistA.clear(); 
   gijilistB.clear(); 
   gijilistC.clear(); 
   gijilistD.clear(); 
    
   if(a+2 >numFirms) break;//企業数が奇数の場合の処理 
   Firm firmA = (Firm)firmlist.get(a); 
   Firm firmB = (Firm)firmlist.get(a+1); 
    
   double pro = Math.random(); 
   if(pro < pCross){//交叉判定 
    Collections.shuffle(masklist);//マスクの位置をシャッフル 
     
    for(int b = 0; b < pZoku; b++){//相手が持っている技術を一度保管 
     gijilistA.add(firmA.techDisp(b)); 
     gijilistB.add(firmB.techDisp(b)); 
    } 
    firmA.maskCopyTech(gijilistB,masklist);//マスクのかかっていない B の技術をもらう 
    firmB.maskCopyTech(gijilistA,masklist);//マスクのかかっていない A の技術をもらう 
     
    for(int b = 0; b < pZoku; b++){//相手が持っている技術戦略を一度保管 
     gijilistC.add(firmA.techstDisp(b)); 
     gijilistD.add(firmB.techstDisp(b)); 
    } 
    firmA.maskCopyTechst(gijilistD,masklist);//マスクのかかっていない B の技術戦略をもらう 
    firmB.maskCopyTechst(gijilistC,masklist);//マスクのかかっていない A の技術戦略をもらう   
  
   } 
  } 
   
  //企業リストを元に戻す 
  firmlist.clear(); 
  firmlist = (ArrayList)gijifirmlist.clone(); 
 } 
   
 /* 企業が技術開発を行う */  
 public void developmentFirm(double pMut){ 
  int numFirms = firmlist.size();//企業サイズ 
  int rule = lead_.getRule();//開発ルール 
   
  for(int a=0; a<numFirms; a++){ 
   Firm firm = (Firm)firmlist.get(a); 
    
   if(rule ==0){//自社技術の開発 
    firm.developFirm(pMut); 
   } 
   else{//コミュニティ内のＵＩ技術の獲得 
    firm.developComFirm(pMut); 
   } 
   firm.changeTechSt(pMut);// 
  } 
 }  
} 
 
 
 
● ConsPopulation クラス 
package camcat; 
import java.util.ArrayList; 
import java.util.Collections; 
import java.util.Comparator; 
 
public class ConsPopulation { 
 private String populationname_;//消費者集団名 
 private Lead lead_; 
 private ArrayList<Consumer> conslist =new ArrayList<Consumer>();//消費者リスト 
   
 /* 消費者集団コンストラクタ（名前をつけるだけ） */  
 public ConsPopulation(String populationname, Lead lead){ 
  populationname_ = populationname; 
  lead_ = lead;   
 } 
   
 /* 消費者をリストに登録 */  
 public void entry(Consumer cons){ 
  conslist.add(cons); 
 } 
   
 /* 各消費者に染色体を与える */ 
 public void createCons(){//各消費者に染色体を与える   
  int numConss = conslist.size();//消費者数を取得   
   
  //イノベーター（LU）を決定 
  ArrayList list[] = new ArrayList[numConss]; 
  ArrayList<Integer> innovlist = new ArrayList<Integer>();//イノベーターリスト 
  double pInnovator = lead_.getPInnovator();//イノベーター割合   
  int numInnov = (int)(pInnovator * numConss);//イノベーターの数  
  int innovNum = 0;//カウント用   
  ArrayList<Integer> consNumList = new ArrayList<Integer>(); 
   
  for(int a=0; a<numConss; a++){ 
   consNumList.add(a); 
  } 
   
  do{    
   int deme = (int)(consNumList.size() * Math.random()); 
   consNumList.remove(deme);  
   innovlist.add(deme);   
   innovNum++; 
  }while(innovNum < numInnov); 
 
   
  for(int a=0; a<numConss; a++){//各消費者に順番に属性を与えていく 
   Consumer cons = (Consumer)conslist.get(a);    
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   //コミュニティを与える 
   cons.decideCommunity(a,lead_.getCom(a)); 
    
   //イノベーター情報を与える   
   boolean hantei = false; 
    
   for(int x=0; x<innovlist.size(); x++){ 
    if(a == innovlist.get(x)){ 
     hantei = true; 
     break; 
    } 
   } 
    
   cons.decideInnovator(hantei);    
 
   //依存度初期値を与える 
   cons.decideDependence(a);  
    
   //エッジを与える 
   list=lead_.getAllEdgelist(); 
   cons.decideEdge(a,list[a]);  
    
   //初期カットオフ値を与える 
   cons.decideCutoff();    
    
   //初期ウェイトを与える 
   cons.decideWeight(); 
    
   //初期技術を与える 
   cons.decideTechnology(); 
  } 
 } 
   
 /* 消費者に購入の指示をする */  
 public void indicatePurchase(ProductSpace productspace){ 
  int numConss = conslist.size();//消費者数を獲得   
  productspace.resetShare();//前世代のシェアのリセット 
   
  for(int a=0; a<numConss; a++){ 
   Consumer cons = (Consumer)conslist.get(a); 
   cons.purchaseProduct(a); 
  } 
 }  
  
 /* 消費者の製品投入 */ 
 public void indicateThrow(){   
  int numConss = conslist.size();//企業数を獲得 
   
  for(int a=0; a<numConss; a++){ 
   Consumer cons = (Consumer)conslist.get(a); 
   cons.throwProduct(a); 
  } 
 } 
  
  
  
 /* 前世代の消費者シェアをリセット */ 
  
 public void resetConsShare(){ 
  int numConss = conslist.size();//消費者数を取得 
   
  for(int a=0; a<numConss; a++){//前世代のシェアリセット 
   Consumer cons = (Consumer)conslist.get(a); 
   cons.setConsshare(10000); 
  } 
 } 
 
  
 /* 消費者適応度を計算する */  
 public void calculateFitness(){   
  int numConss = conslist.size();//消費者数を獲得   
  int maxsumcut = 0;//sumcut の最大値 
  int maxtrend = 0;//trend の最大値 
  int maxsumtech =0;//sumtech の最大値 
  int maxncut=0;//ncut の最大値 
  int maxovercut = 0;//overcut の最大値 
   
  //適応度関数の各項の計算 
  for(int a=0; a<numConss; a++){ 
   Consumer cons = (Consumer)conslist.get(a); 
    
   cons.setMaxcut(); 
   cons.setSumcut(); 
   cons.setTrend(); 
    
   int sumcut = cons.getSumcut(); 
   if(sumcut > maxsumcut) maxsumcut = sumcut; 
    
   int trend = cons.getTrend(); 
   if(trend > maxtrend) maxtrend = trend; 
    
   cons.setSumtech(); 
   cons.setMaxtech(); 
   cons.setOvercut(); 
   cons.setShare(lead_.getNumOfComCons(),lead_.getComlist()); 
    
   int sumtech = cons.getSumtech(); 
   if(sumtech > maxsumtech) maxsumtech = sumtech; 
    
   int ncut = cons.getNcut(); 
   if(ncut > maxncut) maxncut = ncut; 
    
   int overcut = cons.getOvercut(); 
   if(overcut > maxovercut) maxovercut = overcut; 
    
  } 
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  //適応度計算 
  for(int a=0; a<numConss; a++){ 
   Consumer cons = (Consumer)conslist.get(a); 
   cons.setFitness(maxsumcut,maxtrend,maxncut);    
   cons.setTechFitness(maxsumtech, maxovercut); 
  }   
 } 
  
  
 /* エッジでの選択的交叉 */  
 /* カットオフ値とウェイト（選好）の選択的交叉 */ 
 public void cutSC(double pCross){   
  ArrayList<Consumer> gijiconslist = new ArrayList<Consumer>();//消費者の一時格納リスト 
  gijiconslist = (ArrayList)conslist.clone(); 
  Collections.shuffle(conslist);//消費者番号を無作為に入れ替える 
  int numconss = conslist.size();//消費者数  
  ArrayList<Integer> masklist = new ArrayList<Integer>();//マスク 1or0 を入れるリスト 
  ArrayList<Integer> cutlist = new ArrayList<Integer>();//一度確保する擬似カットオフリスト 
  ArrayList<Double> weilist = new ArrayList<Double>();//一度確保する擬似ウェイトリスト 
  ArrayList<Integer> edgelistA = new ArrayList<Integer>();   
  int pZoku = lead_.getPZoku();//属性数 
  int maskNum = 3;//マスク数 
  int size = 0;//エッジ数 
  int cross = 0; 
   
  //マスク用リスト作成 
  for(int a = 0; a < pZoku; a++){ 
   if(a < maskNum){ 
    masklist.add(1); 
   } 
   else masklist.add(0); 
  } 
   
  //交叉開始 
  for(int a = 0; a < numconss; a++){//先頭から取り出して    
   cutlist.clear();//擬似カットオフリストを空に 
   weilist.clear();//ウェイトリストを空に 
   edgelistA.clear();//エッジリストを空に 
    
   Consumer consA = (Consumer)conslist.get(a);    
   edgelistA = consA.edgeDisp();//エッジでつながれている消費者リスト     
  
   size = edgelistA.size(); 
   cross = (int)(size * Math.random());    
   cross = edgelistA.get(cross);//クロスオーバーする相手 
   Consumer consB = (Consumer)gijiconslist.get(cross); 
    
   double pro = Math.random(); 
   if(pro < pCross){//交叉判定 
    Collections.shuffle(masklist);//マスクの位置をシャッフル 
 
    if(consA.getFitness() > consB.getFitness()){ 
     for(int b = 0; b < pZoku; b++){//適応度が高い方のカットオフ値を一度保管 
      cutlist.add(consA.cutDisp(b)); 
     } 
     for(int b = 0; b < pZoku; b++){//適応度が高い方のウェイトを一度保管 
      weilist.add(consA.weiDisp(b)); 
     } 
     consB.cutCopy(cutlist,masklist);//マスクのかかっていない A のカットオフ値をもらう 
     consB.weiCopy(weilist,masklist);//マスクのかかっていない A のカットオフ値をもらう 
    } 
    else{ 
     for(int b = 0; b < pZoku; b++){//適応度が高い方のカットオフ値を一度保管 
      cutlist.add(consB.cutDisp(b)); 
     } 
     for(int b = 0; b < pZoku; b++){//適応度が高い方のウェイトを一度保管 
      weilist.add(consB.weiDisp(b)); 
     } 
     consA.cutCopy(cutlist,masklist);//マスクのかかっていない B のカットオフ値をもらう 
     consA.weiCopy(weilist,masklist);//マスクのかかっていない B のカットオフ値をもらう 
    } 
   } 
       
   //ウェイトの標準化    
   ArrayList<Double> tensulistA = new ArrayList<Double>();//点数リスト A 
   ArrayList<Double> tensulistB = new ArrayList<Double>();//点数リスト B 
   tensulistA.clear(); 
   tensulistB.clear(); 
    
   double sumA = 0; 
   double sumB = 0; 
    
   //一度ウェイトを点数として取り出す  
   for(int position = 0; position < pZoku; position++){    
    double tensuA = consA.weiDisp(position); 
    double tensuB = consB.weiDisp(position);   
    tensulistA.add(tensuA); 
    tensulistB.add(tensuB); 
    sumA = sumA + tensuA; 
    sumB = sumB + tensuB; 
   } 
    
   //一度中身を消去 
   consA.clearWeight(); 
   consB.clearWeight(); 
    
   //点数を標準化して新ウェイトにする 
   for(int position=0; position< pZoku; position++){ 
    double GweiA = 0; 
    double GweiB = 0; 
    GweiA = ((Double)tensulistA.get(position)).doubleValue()/sumA; 
    GweiB = ((Double)tensulistB.get(position)).doubleValue()/sumB;    
    consA.redecideWeight(GweiA); 
    consB.redecideWeight(GweiB); 
   } 
  } 
   
  //消費者リストを順番どおりに戻す 
  conslist.clear(); 
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  conslist = (ArrayList)gijiconslist.clone(); 
 } 
   
 /* 技術の選択的交叉 */  
 public void techSC(double pCross){ 
  ArrayList<Consumer> gijiconslist = new ArrayList<Consumer>(); 
  gijiconslist = (ArrayList)conslist.clone();//順番に並んでいるのを保持しておこうと思ったりする 
  Collections.shuffle(conslist);//消費者番号を無作為に入れ替える 
  int numconss = conslist.size();//消費者数  
  ArrayList<Integer> masklist = new ArrayList<Integer>();//マスク 1or0 を入れるリスト 
  ArrayList<Integer> techlist = new ArrayList<Integer>();//技術リスト 
  ArrayList<Integer> edgelistA = new ArrayList<Integer>();//エッジリスト   
  int pZoku = lead_.getPZoku();//属性数 
  int maskNum = 3;//マスク数 
  int size = 0; 
  int cross = 0; 
   
  for(int a = 0; a < pZoku; a++){//マスクリスト作成 
   if(a < maskNum){ 
    masklist.add(1); 
   } 
   else masklist.add(0); 
  } 
   
  //交叉開始 
  for(int a = 0; a < numconss; a++){//先頭から取り出して 
    
   techlist.clear();//擬似技術リストを空に 
   edgelistA.clear();//エッジリストを空に 
    
   Consumer consA = (Consumer)conslist.get(a);   
   edgelistA = consA.edgeDisp();//エッジリスト  
   size = edgelistA.size();   
   cross = (int)(size * Math.random()); 
   cross = edgelistA.get(cross);//クロスオーバーの相手 
   Consumer consB = (Consumer)gijiconslist.get(cross);   
   double pro = Math.random(); 
    
   if(pro < pCross){//交叉判定 
    Collections.shuffle(masklist);//マスクのシャッフル 
     
    if(consA.getTechFitness() > consB.getTechFitness()){ 
      
     for(int b = 0; b < pZoku; b++){//適応度が高い方の技術を一度保管 
      techlist.add(consA.techDisp(b)); 
     } 
     consB.techCopy(techlist,masklist);//マスクのかかっていない A の技術をもらう 
    } 
    else{ 
     for(int b = 0; b < pZoku; b++){//適応度が高い方の技術を一度保管 
      techlist.add(consB.techDisp(b)); 
     } 
     consA.techCopy(techlist,masklist);//マスクのかかっていない B の技術をもらう 
    } 
   } 
  } 
  //消費者リストの順番を戻す 
  conslist.clear(); 
  conslist = (ArrayList)gijiconslist.clone();  
 } 
   
 /* コミュニティでの選択的交叉(選好) */ 
 public void cutCrossCom(double pCross){   
  ArrayList<Consumer> gijiconslist = new ArrayList<Consumer>(); 
  gijiconslist = (ArrayList)conslist.clone();//消費者リストの確保 
  Collections.shuffle(conslist);// 
  int numconss = conslist.size();//消費者数 
  ArrayList<Integer> masklist = new ArrayList<Integer>();//マスク 1or0 を入れるリスト 
  ArrayList<Integer> cutlist = new ArrayList<Integer>();//カットオフリスト 
  ArrayList<Double> weilist = new ArrayList<Double>();//ウェイトリスト   
  ArrayList<Consumer> comlist = new ArrayList<Consumer>();//コミュニティメンバーリスト 
  int pZoku = lead_.getPZoku();//属性数 
  int maskNum = 3;//マスク数 
   
  //コミュニティメンバーリストへ消費者追加 
  for(int i=0; i< numconss; i++){ 
   Consumer cons = (Consumer)conslist.get(i);    
   if(cons.comDisp()== 1){ 
    comlist.add(cons); 
   }  
  }   
   
  int comnum = comlist.size(); 
  Collections.shuffle(comlist); 
   
  for(int a = 0; a < pZoku; a++){//マスクリスト作成 
   if(a < maskNum){ 
    masklist.add(1); 
   } 
   else masklist.add(0); 
  } 
   
  //交叉開始 
  for(int a = 0; a < comnum; a += 2){//先頭から順に 2 人ずつ取り出して交叉するかどうか判断    
   cutlist.clear();//擬似カットオフリストを空に 
   weilist.clear();//ウェイトリストを空に   
   if(a+2 >comnum) break;//消費者数が奇数の場合の処理 
   Consumer consA = (Consumer)comlist.get(a); 
   Consumer consB = (Consumer)comlist.get(a+1); 
   double pro = Math.random(); 
    
   if(pro < pCross){//交叉判定 
    Collections.shuffle(masklist);//マスク位置のシャッフル     
    if(consA.getFitness() > consB.getFitness()){ 
     for(int b = 0; b < pZoku; b++){//適応度が高い方のカットオフ値を一度保管 
      cutlist.add(consA.cutDisp(b)); 
     } 
     for(int b = 0; b < pZoku; b++){//適応度が高い方のウェイトを一度保管 
      weilist.add(consA.weiDisp(b)); 
 
 
164 
 
     } 
     consB.cutCopy(cutlist,masklist);//マスクのかかっていない A のカットオフ値をもらう 
     consB.weiCopy(weilist,masklist);//マスクのかかっていない A のカットオフ値をもらう 
    } 
    else{ 
     for(int b = 0; b < pZoku; b++){//適応度が高い方のカットオフ値を一度保管 
      cutlist.add(consB.cutDisp(b)); 
     } 
     for(int b = 0; b < pZoku; b++){//適応度が高い方のウェイトを一度保管 
      weilist.add(consB.weiDisp(b)); 
     } 
     consA.cutCopy(cutlist,masklist);//マスクのかかっていない A のカットオフ値をもらう 
     consA.weiCopy(weilist,masklist);//マスクのかかっていない A のカットオフ値をもらう 
    } 
   } 
    
   //ウェイトの標準化 
   ArrayList<Double> tensulistA = new ArrayList<Double>();//点数リスト A 
   ArrayList<Double> tensulistB = new ArrayList<Double>();//点数リスト B 
   tensulistA.clear(); 
   tensulistB.clear();    
   double sumA = 0; 
   double sumB = 0; 
    
   for(int position = 0; position < pZoku; position++){//一度ウェイトを点数として取り出す     
    double tensuA = consA.weiDisp(position); 
    double tensuB = consB.weiDisp(position);     
    tensulistA.add(tensuA); 
    tensulistB.add(tensuB); 
    sumA = sumA + tensuA; 
    sumB = sumB + tensuB; 
   } 
    
   //一度中身を消去 
   consA.clearWeight(); 
   consB.clearWeight(); 
   
   for(int position=0; position< pZoku; position++){//点数を標準化して新ウェイトにする 
    double GweiA = 0; 
    double GweiB = 0;     
    GweiA = ((Double)tensulistA.get(position)).doubleValue()/sumA; 
    GweiB = ((Double)tensulistB.get(position)).doubleValue()/sumB;     
    consA.redecideWeight(GweiA); 
    consB.redecideWeight(GweiB); 
   } 
  } 
   
  //消費者リストを戻す 
  conslist.clear(); 
  conslist = (ArrayList)gijiconslist.clone(); 
 } 
   
 /* コミュニティでの選択的交叉(技術) */ 
 public void techCrossCom(double pCross){ 
  ArrayList<Consumer> gijiconslist = new ArrayList<Consumer>(); 
  gijiconslist = (ArrayList)conslist.clone();//消費者リストの保持 
  Collections.shuffle(conslist);//リストのシャッフル 
  int numconss = conslist.size();//消費者数  
  ArrayList<Integer> masklist = new ArrayList<Integer>();//マスク 1or0 を入れるリスト 
  ArrayList<Integer> techlist = new ArrayList<Integer>();//技術リスト 
  ArrayList<Consumer> comlist = new ArrayList<Consumer>();//コミュニティメンバーリスト 
  int pZoku = lead_.getPZoku();//属性数 
  int maskNum = 3;//マスク数 
   
  //コミュニティ内のエージェントリスト作成 
  for(int i=0; i< numconss; i++){ 
   Consumer cons = (Consumer)conslist.get(i); 
   if(cons.comDisp()== 1){ 
    comlist.add(cons); 
   } 
  } 
  
  int comnum = comlist.size();//コミュニティメンバー数   
  Collections.shuffle(comlist);//メンバーの並びをシャッフル 
   
  for(int a = 0; a < pZoku; a++){//マスクリスト作成 
   if(a < maskNum){ 
    masklist.add(1); 
   } 
   else masklist.add(0); 
  } 
   
  //交叉開始 
  for(int a = 0; a < comnum; a += 2){//先頭から順に 2 人ずつ取り出して交叉するかどうか判断    
   techlist.clear();  
   if(a+2 >comnum) break;//消費者数が奇数の場合の処理 
   Consumer consA = (Consumer)comlist.get(a); 
   Consumer consB = (Consumer)comlist.get(a+1);  
   double pro = Math.random(); 
    
   if(pro < pCross){//交叉判定 
    Collections.shuffle(masklist);//マスクの位置を無作為に入れ替える 
 
    if(consA.getTechFitness() > consB.getTechFitness()){ 
      
     for(int b = 0; b < pZoku; b++){//適応度が高い方の技術を一度保管 
      techlist.add(consA.techDisp(b)); 
     } 
     consB.techCopy(techlist,masklist);//マスクのかかっていない A の技術をもらう 
    } 
    else{ 
     for(int b = 0; b < pZoku; b++){//適応度が高い方の技術を一度保管 
      techlist.add(consB.techDisp(b)); 
     } 
     consA.techCopy(techlist,masklist);//マスクのかかっていない B の技術をもらう 
    } 
   } 
  } 
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  //消費者リストを戻す 
  conslist.clear(); 
  conslist = (ArrayList)gijiconslist.clone(); 
 } 
   
 /* 消費者集団に情報収集を行わせる */ 
 public void searchInformation(double pMut){ 
  int numConss = conslist.size(); 
  
  for(int a=0; a<numConss; a++){ 
   Consumer cons = (Consumer)conslist.get(a); 
   cons.searchInfoCut(pMut);//カットオフの突然変異 
   cons.searchInfoWei(pMut);//ウェイトの突然変異 
  } 
 } 
  
 /* 技術・アイデアのひらめき */  
 public void developTechnology(){ 
  int numConss = conslist.size(); 
   
  for(int a=0; a<numConss; a++){ 
   Consumer cons = (Consumer)conslist.get(a); 
   cons.developTech(); 
  } 
 } 
} 
 
 
 
● ProductSpace クラス 
package camcat; 
import java.util.ArrayList; 
import java.util.Collections; 
import java.util.Comparator; 
 
public class ProductSpace { 
 private String spacename_;//製品空間名（市場名） 
 private Lead lead_; 
 private ArrayList<Product> productlist = new ArrayList<Product>();//製品リスト 
 private int pRyuko ;//全製品での流行製品 
 private int comRyuko;//コミュニティでの流行製品 
 private int SpaceRyuko;//製品空間での流行製品 
 private int ncut = 0;//カットオフされずに残った製品数一時格納 
  
 /* 製品空間コンストラクタ */ 
 public ProductSpace(String spacename, Lead lead){ 
   spacename_ = spacename; 
   lead_ = lead; 
 }  
  
 /* productlist に製品を登録 */ 
 public void entry(Product product){ 
  productlist.add(product); 
 } 
  
 /* 製品を消費者が評価する */ 
 public ArrayList evaluateProduct(ChromInteger Cedge, ChromInteger Ccom, ChromDouble Cdepend, ChromInteger Ccut, ChromDouble Cwei, 
Function function, int consnum){  
  int pZoku = lead_.getPZoku();//属性数をゲット 
  double dependzoku = Cdepend.selectCdouble(0)/10.0;//依存度 
  double maxhyoka = 0;//製品の最大評価値 
  int selectedproduct = 10000;//購入する製品番号 
  int ncut = 0;//カットオフされずに残った製品数 
  int numOfProducts = productlist.size(); 
 
  /* 流行属性をウェイトに変換 */ 
  double sumryuko = 0; 
  ArrayList<Integer> ryukolist = new ArrayList<Integer>(); 
  ArrayList<Double> ryukowei = new ArrayList<Double>(); 
 
  ryukolist = ryukoZoku();//流行製品のリストをゲット 
   
  for(int i = 0; i < pZoku; i++){ 
   sumryuko = sumryuko + ryukolist.get(i); 
  } 
   
  for(int i = 0; i < pZoku; i++){ 
   double value = 0; 
   value = ryukolist.get(i); 
   ryukowei.add(value/(double)sumryuko); 
  } 
   
  /* 各製品の評価 */ 
  for(int a = 0; a < numOfProducts; a++){//各製品の評価を行なう 
   Product product = (Product)productlist.get(a); 
    
   double hyoka = 0;//製品の評価値 
   int edgeLength = 0; 
   boolean hantei = true; 
   int focus = lead_.getFocus();//消費者の製品探索可能範囲    
   ArrayList<Integer> edgelist = new ArrayList<Integer>(); 
   edgelist = product.lookEdge();//製品の発見可能消費者リスト 
   edgeLength = edgelist.size();//発見可能消費者リストの長さ 
    
   if(focus == 2 || focus == 1){//エッジ上の製品発見可能な場合 
    hantei = false; 
    for(int x =0; x<edgeLength; x++){ 
     //消費者 consnum が製品発見可能リストに入っている場合 
     if(consnum ==edgelist.get(x)){ 
      hantei = true; 
      break; 
     } 
    } 
   } 
   if(focus == 2){//コミュニティ内で製品発見可能な場合 
    hantei = false; 
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    //消費者 consnum がコミュニティに入っている∧製品がコミュニティ内にある場合 
    if(Ccom.selectCint(0) == product.lookCom()){ 
     hantei = true; 
    } 
   } 
   if(edgeLength == 0){//エッジリストが 0(UI ではない） 
    hantei = true; 
   } 
    
   /* カットオフするかどうか */   
   if(hantei == true){ 
    for(int k = 0; k < pZoku ; k++){ 
     int cutzoku = Ccut.selectCint(k);//カットオフ値 
     int prozoku = product.lookSpec(k);//製品属性値 
     if(cutzoku > prozoku){ 
      hantei = false; 
      break; 
     } 
    } 
   } 
   if(hantei == true){//カットオフされなければ製品評価をする 
    ncut += 1;//カットオフされずに残った製品数を 1増やす 
    for(int k = 0; k < pZoku ; k++){//製品の評価 
     double weizoku = Cwei.selectCdouble(k);//ウェイト 
     double bandzoku = ryukowei.get(k);//流行製品属性からのウェイト 
     int prozoku = product.lookSpec(k);//製品属性値 
     int seikizoku = function.Seiki(prozoku, 2.0);//製品属性への認識誤差（正規乱数利用）   
     
     hyoka = hyoka + (bandzoku * seikizoku * dependzoku  +  weizoku * seikizoku * (1 - dependzoku)); //効用関数 
    } 
   } 
   if(hyoka > maxhyoka && hyoka != 0){//最大評価値を評価値が越えたら最大評価値の更新 
    maxhyoka = hyoka; 
    selectedproduct = a;//製品 a を購入候補に入れる 
   } 
  } 
   
  ArrayList<Integer> prolist = new ArrayList<Integer>(); 
  if(selectedproduct != 10000){//10000 が入っていなければ最大効用の製品を購入する. 
   Product product = (Product)productlist.get(selectedproduct); 
   product.setNumOfPurchase(1);//購入数を更新 
   prolist = product.copyChrom(); 
  } 
  else{ 
   prolist.add(new Integer(10000)); 
  } 
  setNcut(ncut); 
  return prolist; 
 } 
   
 /* 製品購買数と流行製品を算出 */ 
 public void productShare(){ 
  int numProducts = productlist.size();//製品数 
  boolean hantei = false;//製品投入判定 
  ArrayList<Integer> sharelist = new ArrayList<Integer>();//全製品のシェアリスト   
  ArrayList<Integer> comSlist = new ArrayList<Integer>();//コミュニティのみのシェアリスト  
  ArrayList<Integer> proSlist = new ArrayList<Integer>();//製品空間のみのシェアリスト 
   
  for(int a=0; a< numProducts ; a++){ 
   hantei = true;//製品があれば true に 
   int pNum; 
   Product product = (Product)productlist.get(a);    
   pNum = product.getNumOfPurchase();    
   sharelist.add(pNum); 
    
   //コミュニティに投入されている製品 
   if(product.lookCom() == 1 && product.lookEdge().size() > 0){ 
    pNum = product.getNumOfPurchase(); 
    proSlist.add(-1000); 
    comSlist.add(pNum); 
   } 
   //製品空間に投入されている製品 
   else if(product.lookCom() == 0 && product.lookEdge().size() > 0){ 
    pNum = product.getNumOfPurchase(); 
    proSlist.add(-1000); 
    comSlist.add(-1000); 
   } 
   //エッジのみに投入されている製品 
   else if(product.lookCom()==0 && product.lookEdge().size() == 0){ 
    pNum = product.getNumOfPurchase(); 
    proSlist.add(new Integer(pNum)); 
    comSlist.add(new Integer(-1000)); 
   }    
  } 
     
  /* 流行製品を算出 */  
  if(hantei == true){ 
   Comparator comp = Collections.reverseOrder();    
   Collections.sort(sharelist, comp); 
   Collections.sort(comSlist, comp); 
   Collections.sort(proSlist, comp);      
   int max = sharelist.get(0);//最大売り上げを得る 
   int maxS = proSlist.get(0);//製品空間のみにおける最大売り上げを得る 
   int maxC = comSlist.get(0);//コミュニティにおける最大売り上げを得る 
   int pRyuko = 10000; 
   int cRyuko = 10000; 
   int sRyuko = 10000; 
    
   for(int a=0; a<numProducts; a++){//最大うりあげを持つ製品（流行製品）を探す 
    Product product = (Product)productlist.get(a); 
    int purNum = product.getNumOfPurchase(); 
    if(max == purNum){ 
     pRyuko = a; 
    } 
    if(maxS == purNum){ 
     sRyuko = a; 
    } 
    if(maxC == purNum){ 
     cRyuko = a; 
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    } 
   } 
 
   setPRyuko(pRyuko);//流行製品をセット 
   setSpaceRyuko(sRyuko);//製品空間における流行製品をセット 
   setComRyuko(cRyuko);//コミュニティにおける流行製品をセット   
  } 
 } 
  
 /* 製品シェアから企業シェアと消費者シェアをカウントする */ 
 public void culcShare(){ 
  int numProducts = productlist.size();//製品数を取得 
   
  for(int a=0; a< numProducts; a++){ 
   Product product = (Product)productlist.get(a); 
   product.addshare(); 
    
  } 
 } 
  
 /* 各製品の購入（された）数をリセットする */ 
 public void resetShare(){ 
  int numOfProducts = productlist.size(); 
  
  for(int a = 0; a < numOfProducts; a++){ 
   Product product = (Product)productlist.get(a); 
   product.setNumOfPurchase(10000); 
  } 
 } 
 
  
 /* 流行製品の属性を返す */ 
 public ArrayList<Integer> ryukoZoku(){  
  ArrayList<Integer> list = new ArrayList<Integer>();  
  int ryukonum = getPRyuko(); 
  Product product = (Product)productlist.get(ryukonum); 
  list = product.copyChrom(); 
  return list; 
 } 
  
 /* コミュニティの流行製品属性 */ 
 public ArrayList<Integer> comRyukoZoku(){ 
  ArrayList<Integer> list = new ArrayList<Integer>(); 
  int ryukonum = getComRyuko(); 
  int pZoku = lead_.getPZoku();//属性数 
   
  if(ryukonum == 10000){ 
   for(int a=0; a < pZoku; a++){ 
    list.add(0); 
   } 
  } 
  else{//流行製品属性をリストへ 
   Product product = (Product)productlist.get(ryukonum);   
   list = product.copyChrom(); 
  } 
  return list; 
 } 
  
 /* 製品空間の流行製品属性 */ 
 public ArrayList<Integer> proRyukoZoku(){ 
  ArrayList<Integer> list = new ArrayList<Integer>(); 
  int ryukonum = getSpaceRyuko(); 
  Product product = (Product)productlist.get(ryukonum); 
  list = product.copyChrom(); 
  return list; 
 } 
  
 /* セッタ・ゲッタ関数 */ 
 public void setPRyuko(int ryuko) { 
  pRyuko = ryuko; 
 } 
 
 public int getPlist(){ 
  return productlist.size(); 
 } 
 
 public int getPRyuko() { 
  return pRyuko; 
 } 
 
 public void setNcut(int ncut) { 
  this.ncut = ncut; 
 } 
 
 public int getNcut() { 
  return ncut; 
 } 
 
 public void setComRyuko(int comRyuko) { 
  this.comRyuko = comRyuko; 
 } 
  
 public int getComRyuko() { 
  return comRyuko; 
 } 
 
 public void setSpaceRyuko(int spaceRyuko) { 
  SpaceRyuko = spaceRyuko; 
 } 
 
 public int getSpaceRyuko() { 
  return SpaceRyuko; 
 } 
  
} 
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● Firm クラス 
package camcat; 
import java.util.*; 
 
public class Firm { 
  private String firmname_;//企業名 
  private TonyuRule tonyurule_;//投入ルール 
  private ProductSpace productspace_;//所属製品空間 
  private Function function_;//関数 
  private Lead lead_;//パラメータ群 
   
  /* 内部モデルパラメータ */ 
  private ChromDouble mytechst = new ChromDouble();//技術戦略 
  private ChromInteger mytech = new ChromInteger();//保有技術 
  private ChromInteger mysitu = new ChromInteger();//周囲状況 
   
  /* 適応度関連パラメータ */ 
  private double fitness = 0.0;//適応度 
  private int NPUR = 0;//自社売り上げ 
  private double selfvalue = 0.0; 
  private double Risk = 0.0; 
  private int sumtech = 0; 
  private int maxtech = 0; 
   
  Product product[] = new Product[5000];//製品の最大値 
  
 /* 企業コンストラクタ */ 
 public Firm(String firmname, TonyuRule tonyurule, ProductSpace productspace, Function function, Lead lead){ 
  firmname_ = firmname; 
  tonyurule_ = tonyurule; 
  productspace_ = productspace; 
  function_ = function; 
  lead_ = lead; 
 } 
  
 /* 内部モデルパラメータの決定 */ 
 /* 技術戦略属性を決定する */ 
 public void decideTechSt(){ 
  ArrayList<Double> tensulist = new ArrayList<Double>(); 
  tensulist.clear();//点数リストの初期化 
  double sum = 0;//点数の和を初期化 
  int pZoku = lead_.getPZoku();//属性数 
   
  for(int b=0; b<pZoku; b++){//初期技術戦略値を与えるための点数付け 
   double tensu = Math.random(); 
   tensulist.add(new Double (tensu)); 
   sum = sum + tensu; 
  } 
   
  for(int b=0; b<pZoku; b++){//点数を標準化して技術戦略初期値にする 
   double Gtechst = 0; 
   Gtechst = tensulist.get(b)/sum; 
   mytechst.addDouble(Gtechst); 
  } 
 } 
  
 /* 技術属性を決定する */ 
 public void decideTechnology(){ 
  int pZoku = lead_.getPZoku();//属性数 
   
  for(int i=0; i<pZoku; i++){//技術初期値を与える 
   int Gtech = (int)(Math.random()*5); 
   mytech.addInteger(Gtech);  
  } 
 } 
  
 /* 周囲状況を決定する */ 
 public void decideSituation(){ 
  int Gsitu = lead_.getSitu(); 
  mysitu.addInteger(Gsitu);  
 } 
  
 /* 投入の意思決定をして、製品を投入する */ 
 public void throwProduct(){ 
  boolean hantei = false;  
  int sedai = lead_.getCurGeneration();//現在の世代数 
  hantei = tonyurule_.decideThrowFirm(); 
   
  if(sedai == 1){//初期世代のみひとつの企業は必ず投入 
   hantei = true; 
  } 
  if(hantei == true){ 
   int productsize = productspace_.getPlist();//製品数を得る 
   product[productsize] = new Product("製品"+productsize, this, null, productspace_, sedai); 
   productspace_.entry(product[productsize]);//製品空間の製品リストに製品を登録 
   tonyurule_.createSpecFirm(mytech, product[productsize]);//技術を製品スペックに変える 
  } 
 } 
 
 /* 企業適応度計算 */  
 public void setFitness(int numOfCons, double maxrisk, int maxsumtech) { 
  double weia = lead_.getFWeiA();//適応度のウェイト 
  double weib = lead_.getFWeiB(); 
  double weic = lead_.getFWeiC(); 
  double weid = lead_.getFWeiD(); 
  double share = (NPUR/(double)numOfCons);//購買数をシェアに変換 
   
  if(maxtech == 0){ 
   this.fitness = 0; 
  } 
  if(maxrisk != 0){ 
   this.fitness = weia * share +weib * (1 - (Risk/(double)(maxrisk))) + weic * (selfvalue /(double)(maxtech)) + weid * 
(sumtech/(double)(maxsumtech)); 
  } 
  else{ 
   this.fitness = weia * share + weic * (selfvalue /(double)(maxtech)) + weid * (sumtech/(double)(maxsumtech)); 
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  } 
 } 
   
 /* 染色体のコピー */ 
 public void chromCopy(Firm otherfirm){ 
  int pZoku = lead_.getPZoku();//属性数  
  for(int a=0; a<pZoku; a++){ 
   mytech.chromSet(a,otherfirm.techDisp(a));//相手の技術をコピーする。 
   mytechst.chromSet(a,otherfirm.techstDisp(a));//相手の技術戦略をコピーする 
  } 
 } 
  
 /* マスクがかかっていな技術のコピー */ 
 public void maskCopyTech(ArrayList<Integer> techlist ,ArrayList<Integer> masklist){ 
  int mask;//マスクの値 
  int pZoku = lead_.getPZoku();//属性数 
   
  for(int a=0; a<pZoku; a++){ 
   mask = masklist.get(a);//0or1 
   if(mask == 0){ 
    int Gtech = techlist.get(a);//マスクのかかっていない相手の技術属性 
    mytech.chromSet(a,Gtech);//相手の技術を置換 
   }   
  } 
 }  
  
 /* マスクがかかっていな技術戦略のコピー */  
 public void maskCopyTechst(ArrayList<Double> techstlist ,ArrayList<Integer> masklist){ 
  int mask;//マスクの値 
  double sum = 0.0;//正規化用 
  int pZoku = lead_.getPZoku();//属性数 
 
  for(int a=0; a<pZoku; a++){ 
   mask = masklist.get(a);//0or1 
   if(mask == 0){//マスクがかかっていない相手の技術戦略 
    double Gtechst = techstlist.get(a); 
    mytechst.chromSet(a,Gtechst);//相手の技術戦略を置換 
   } 
  } 
  for(int a=0; a<pZoku; a++){ 
   double Gtechst =mytechst.selectCdouble(a); 
   sum = sum + Gtechst; 
  } 
  for(int a=0; a<pZoku; a++){//技術戦略を更新する 
   double Gtechst = 0; 
   Gtechst = mytechst.selectCdouble(a) / sum; 
   mytechst.chromSet(a,Gtechst); 
  } 
 } 
  
 /* 技術開発を行う */ 
 public void developFirm(double Pmut){ 
  int pZoku = lead_.getPZoku();//属性数 
  int maxTech = lead_.getMaxZoku();//技術属性の最大値 
   
  for(int a = 0; a < pZoku; a++){ 
   double pro = Math.random(); 
   if(pro < Pmut){ 
    int Gtech;//開発後の技術属性値 
    int motoGtech = mytech.selectCint(a);//現在の技術属性値 
    do{ 
     Gtech = function_.Seiki(motoGtech,2); 
     if(Gtech != motoGtech) break; 
    }while(pro>=0); 
     
    if(Gtech > maxTech){ 
     Gtech = maxTech; 
    } 
    mytech.chromSet(a,Gtech); 
   }  
  } 
 } 
  
 /* コミュニティ技術を利用して開発を行う */ 
 public void developComFirm(double Pmut){ 
  int pZoku = lead_.getPZoku(); 
  int maxTech = lead_.getMaxZoku(); 
  ArrayList<Integer> comRyukolist = new ArrayList<Integer>(); 
  comRyukolist = productspace_.comRyukoZoku(); 
   
  for(int a = 0; a < pZoku; a++){ 
   double pro = Math.random(); 
   if(pro < Pmut){ 
    int Gtech; 
    int motoGtech = comRyukolist.get(a); 
    do{ 
     Gtech = function_.Seiki(motoGtech,2); 
     if(Gtech != motoGtech) break; 
    }while(pro>=0); 
     
    if(Gtech > maxTech){ 
     Gtech = maxTech; 
    } 
    mytech.chromSet(a,Gtech); 
   }  
  } 
 } 
  
 /* 技術戦略を変える */ 
 public void changeTechSt(double Pmut){  
  int pZoku = lead_.getPZoku();//属性数 
   
  for(int a = 0; a < pZoku; a++){ 
   double pro = Math.random(); 
   if(pro < Pmut){ 
    double Gtechst; 
    double motoGtechst = mytechst.selectCdouble(a); 
    do{ 
     Gtechst = function_.Seiki2(motoGtechst,2); 
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     if(Gtechst != motoGtechst && Gtechst != 0) break; 
    }while(pro>=0); 
    mytechst.chromSet(a,Gtechst); 
   } 
  } 
   
  ArrayList<Double> tensulist = new ArrayList<Double>(); 
  double sum = 0.0; 
   
  for(int a=0; a<pZoku; a++){//初期ウェイト値を与えるために点数をつける 
   double tensu = 0; 
   tensu = mytechst.selectCdouble(a); 
   sum += tensu; 
   tensulist.add(tensu); 
  } 
   
  for(int b=0; b<pZoku; b++){//点数を技術戦略にする 
   double Gtechst = 0; 
   Gtechst = tensulist.get(b)/sum; 
   mytechst.chromSet(b,Gtechst); 
  } 
 } 
  
 /* 適応度項計算 */ 
 /* share（購買数） */ 
 public void setNPUR(int NPUR) { 
  if(NPUR == 10000) this.NPUR = 0;// 
  if(NPUR != 10000) this.NPUR += NPUR; 
 } 
 
 /* risk */ 
 public void setRisk() {  
  double risk = 0.0; 
  double comRisk = 0.0;//コミュニティ流行製品との差 
  double proRisk = 0.0;//製品空間流行製品との差 
  int pZoku = lead_.getPZoku();//属性数 
   
  //流行製品との属性の差 
  ArrayList<Integer> comRyukolist = new ArrayList<Integer>();//コミュニティ流行製品属性 
  ArrayList<Integer> proRyukolist = new ArrayList<Integer>();//製品空間流行製品属性 
   
  comRyukolist = productspace_.comRyukoZoku(); 
  proRyukolist = productspace_.proRyukoZoku(); 
   
  for(int a = 0; a<pZoku; a++){ 
   proRisk = proRisk + Math.abs(mytech.selectCint(a) - proRyukolist.get(a)); 
  } 
  
  for(int a = 0; a<pZoku; a++){ 
   comRisk = comRisk + Math.abs(mytech.selectCint(a) - comRyukolist.get(a)); 
  } 
 
  proRisk = mysitu.selectCint(0) * proRisk; 
  comRisk = (1.0 - mysitu.selectCint(0)) * comRisk; 
    
  risk = proRisk + comRisk; 
  Risk = risk; 
 } 
 
 /* maxtech */ 
 public void setMaxtech() {  
  int maxtech = 0; 
  int zoku = lead_.getPZoku();  
  ArrayList<Integer> gijilist = new ArrayList<Integer>(); 
   
  for(int a =0; a<zoku; a++){ 
   int tech = mytech.selectCint(a); 
   gijilist.add(tech); 
  } 
   
  Comparator comp = Collections.reverseOrder(); 
  Collections.sort(gijilist, comp); 
  maxtech = gijilist.get(0); 
  this.maxtech = maxtech; 
 } 
  
  
  
 /* selfvalue */  
 public void setSelfvalue() { 
  double selfvalue = 0; 
  int zoku = lead_.getPZoku(); 
   
  for(int a =0; a<zoku; a++){ 
   selfvalue = selfvalue + mytechst.selectCdouble(a) * mytech.selectCint(a); 
  } 
  this.selfvalue = selfvalue; 
 } 
 
 /* sumtech */ 
 public void setSumtech() { 
  int sumtech = 0; 
  int zoku = lead_.getPZoku(); 
   
  for(int a =0; a<zoku; a++){ 
   int tech = mytech.selectCint(a); 
   sumtech = sumtech + tech; 
  }  
  this.sumtech = sumtech; 
 } 
  
 /* 内部モデルを表示 */ 
 /* 技術 */ 
 public int techDisp(int position){ 
  int tech = mytech.selectCint(position); 
  return tech; 
 } 
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 /* 技術戦略 */ 
 public double techstDisp(int position){ 
  double techst = mytechst.selectCdouble(position); 
  return techst; 
 } 
  
  
 /* 企業名表示用 */ 
 public String toString(){ 
  return firmname_; 
 } 
  
  
 /* セッタ・ゲッタ関数 */ 
 public double getFitness() { 
  return fitness; 
 } 
  
 public int getNPUR() { 
  return NPUR; 
 } 
  
 public double getRisk() { 
  return Risk; 
 } 
  
 public int getMaxtech() { 
  return maxtech; 
 } 
  
 public double getSelfvalue() { 
  return selfvalue; 
 } 
  
 public int getSumtech() { 
  return sumtech; 
 } 
} 
 
 
 
● Consumer クラス 
package camcat; 
import java.util.ArrayList; 
import java.util.Collections; 
import java.util.Comparator; 
 
public class Consumer { 
 private String consname_;//消費者名 
 private ProductSpace productspace_;//所属製品空間 
 private Function function_;//使用関数 
 private Lead lead_;//変数の取り出し用 
 private TonyuRule tonyurule_;//製品投入用 
  
 /* 内部モデル */ 
 private ChromInteger myinnov = new ChromInteger();//イノベーター  
 private ChromDouble mydepend = new ChromDouble();//他者依存度 
 private ChromInteger myedge = new ChromInteger();//エッジ 
 private ChromInteger mycom = new ChromInteger();//コミュニティ 
 private ChromInteger mycutoff = new ChromInteger();//カットオフ 
 private ChromDouble myweight = new ChromDouble();//ウェイト 
 private ChromInteger mytech = new ChromInteger();//技術・アイデア 
 private ChromInteger mypast = new ChromInteger();//前回買った製品属性 
  
 /* 適応度関連保持 */ 
 private double fitness = 0.0;//適応度 
 private double techFitness = 0.0;//技術適応度 
 private int NCUT = 0;//カットオフされずに残った製品 
 private int SUMCUT = 0;//カットオフ値の和 
 private int MAXCUT = 0;//カットオフ値の最大値 
 private int TREND = 0;//流行製品属性とカットオフ値との差 
 private double SHARE = 0.0;//自身のＵＩシェア 
 private int SUMTECH = 0;//技術の総和 
 private int MAXTECH = 0;//技術の最大値 
 private int OVERCUT = 0;//カットオフ値を超える技術 
  
 private int NPUR = 0;//購買数 
 Product product[] = new Product[5000];//投入製品 
  
 /* 消費者コンストラクタ */ 
 public Consumer(String consname, ProductSpace productspace, Function function, Lead lead, TonyuRule tonyurule){//消費者コンストラクタ 
  consname_ = consname; 
  productspace_ = productspace; 
  function_ =function; 
  lead_ = lead; 
  tonyurule_ = tonyurule; 
 } 
  
 /* 消費者の内部モデルパラメータ決定 */ 
 /* イノベーター情報を決定する */ 
 public void decideInnovator(boolean hantei){  
  int Ginnov = 0;  
  if(hantei == true) Ginnov =1;  
  myinnov.addInteger(Ginnov); 
 } 
  
 /* 消費性向を決定する */ 
 public void decideDependence(int consnum){ 
  int Gdepend = (int)(Math.random()*10); 
  mydepend.addDouble(Gdepend); 
 } 
  
 /* エッジを与える */ 
 public void decideEdge(int consnum, ArrayList edgelist){  
  int Gedge = 0; 
  int listsize = edgelist.size();  
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  for(int x = 0; x<listsize; x++){ 
   Gedge = ((Integer)edgelist.get(x)).intValue(); 
   if(Gedge != -1){ 
    myedge.addInteger(Gedge);     
   } 
  } 
 } 
   
 /* コミュニティを与える */ 
 public void decideCommunity(int consnum, int com){ 
  int Gcom = com; 
  mycom.addInteger(Gcom); 
 }  
  
 /* カットオフ属性を決定する */ 
 public void decideCutoff(){ 
  int zoku = lead_.getPZoku(); 
  
  for(int b=0; b<zoku; b++){ 
   int Gcut = 0; 
   mycutoff.addInteger(Gcut); 
  } 
 } 
  
 /* ウェイト属性を決定する */ 
 public void decideWeight(){ 
  ArrayList<Double> tensulist = new ArrayList<Double>(); 
  tensulist.clear();//点数リストの初期化 
  double sum = 0;//点数の和を初期化   
  int zoku = lead_.getPZoku(); 
   
  //以下の 2 つの for文がウェイトの算出式 
  for(int b=0; b<zoku; b++){//初期ウェイト値を与えるために点数をつける 
   double tensu = Math.random(); 
   tensulist.add(tensu); 
   sum = sum + tensu; 
  } 
   
  for(int b=0; b<zoku; b++){//点数を標準化してウェイトにする 
   double Gwei = 0; 
   Gwei = tensulist.get(b)/sum; 
   myweight.addDouble(Gwei); 
  } 
 } 
  
 /* 技術属性を決定する */ 
 public void decideTechnology(){ 
  int pZoku = lead_.getPZoku();//属性数 
   
  for(int b=0; b<pZoku; b++){ 
   int Gtech = 0; 
   mytech.addInteger(Gtech); 
  } 
 } 
  
 /* 製品を評価して購入し，カットオフされずに残った製品数を得る */ 
 public void purchaseProduct(int consnum){ 
  ArrayList<Integer> list = new ArrayList<Integer>(); 
  list = productspace_.evaluateProduct(myedge, mycom, mydepend, mycutoff, myweight, function_, consnum);//製品空間に入り製品を評価する 
   
  if(list.get(0) != 10000){//製品購買をしていれば 
   mypast.chromClear(); 
   mypast.setList(list);//購入製品情報へ追加 
  } 
   
  NCUT = productspace_.getNcut(); 
 } 
  
 /* 染色体のコピー */ 
 public void chromCopy(Consumer cons){ 
  int pZoku = lead_.getPZoku(); 
  mycutoff.chromClear();//カットオフ値をクリア 
   
  for(int a=0; a<pZoku; a++){ 
   mycutoff.addInteger(cons.cutDisp(a));//相手のカットオフ値をコピーする。 
  } 
   
  myweight.chromClear();//ウェイトをクリア 
   
  for(int a=0; a<pZoku; a++){ 
   myweight.addDouble(cons.weiDisp(a));//相手のウェイトをコピーする。 
  } 
 } 
 
 /* 消費者適応度（選好）の計算 */ 
 public void setFitness(int maxsumcut, int maxtrend, int maxncut) { 
  double weia = lead_.getCWeiA();//適応度関数のウェイト 
  double weib = lead_.getCWeiB(); 
  double weic = lead_.getCWeiC(); 
  double weid = lead_.getCWeiD(); 
   
  if(MAXCUT == 0){ 
   this.fitness = 0; 
  } 
  else if(maxncut !=0 && maxtrend !=0){ 
   this.fitness = weia * (1.0 - NCUT/(double)maxncut) + weib * (SUMCUT/(double)(maxsumcut)) + weic * (1 / (double)MAXCUT) + weid * (1 - 
(TREND/(double)(maxtrend))); 
  } 
  else if(maxncut == 0 && maxtrend != 0){ 
   this.fitness = weib * (SUMCUT/(double)(maxsumcut)) + weic * (1 / (double)MAXCUT) + weid * (1 - (TREND/(double)(maxtrend))); 
  } 
  else if(maxncut == 0 && maxtrend == 0){ 
   this.fitness = weib * (SUMCUT/(double)(maxsumcut)) + weic * (1 / (double)MAXCUT); 
  } 
  else if(maxncut != 0 && maxtrend == 0){ 
   this.fitness = weia * (1.0 - NCUT/(double)maxncut) + weib * (SUMCUT/(double)(maxsumcut)) + weic * (1 / (double)MAXCUT); 
  } 
  else{ 
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   this.fitness = 0; 
  } 
 } 
 
 /* 消費者適応度（技術）の計算 */  
 public void setTechFitness(int maxsumtech, int maxovercut) {    
  double weia = lead_.getCTechWeiA();//適応度関数のウェイト 
  double weib = lead_.getCTechWeiB(); 
  double weic = lead_.getCTechWeiC(); 
  double weid = lead_.getCTechWeiD();  
   
  if(MAXTECH != 0 && maxovercut != 0){// 
   this.techFitness = weia * SHARE + weib * (OVERCUT /(double) maxovercut) + weic * (1 / (double)MAXTECH) + weid * 
(SUMTECH/(double)(maxsumtech)); 
  } 
  else if(maxovercut == 0){ 
   this.techFitness = weia * SHARE + weic * (1 / (double)MAXCUT) + weid * (SUMTECH/(double)(maxsumtech)); 
  } 
  else{ 
   this.techFitness = 0; 
  } 
 } 
  
 /* カットオフ値のコピー */ 
 public void cutCopy(ArrayList cutlist ,ArrayList masklist){ 
  int mask;//マスクの値 
  int zoku = lead_.getPZoku(); 
   
  for(int a=0; a<zoku; a++){ 
   mask = ((Integer)masklist.get(a)).intValue();//0 か 1 がはいる 
   if(mask == 0){// 
    int Gcut = ((Integer)cutlist.get(a)).intValue();//マスクのかかっていない相手のカットオフ属性 
    mycutoff.chromSet(a,Gcut);//相手のカットオフを置き換える。 
   } 
  } 
 } 
  
 /* ウェイトのコピー */ 
 public void weiCopy(ArrayList weilist ,ArrayList masklist){ 
  int mask;//マスクの値 
  int zoku = lead_.getPZoku(); 
   
  for(int a=0; a<zoku; a++){ 
   mask = ((Integer)masklist.get(a)).intValue();//0 か 1 がはいる 
   if(mask == 0){// 
    double Gwei = ((Double)weilist.get(a)).doubleValue();//マスクのかかっていない相手のウェイト属性 
    myweight.chromSet(a,Gwei);//相手のウェイトを置き換える。 
   } 
  } 
 } 
  
 /* 技術のコピー */ 
 public void techCopy(ArrayList techlist ,ArrayList masklist){ 
  int mask;//マスクの値 
  int zoku = lead_.getPZoku(); 
   
  for(int a=0; a<zoku; a++){ 
   mask = ((Integer)masklist.get(a)).intValue();//0 か 1 がはいる 
   if(mask == 0){// 
    int Gtech = ((Integer)techlist.get(a)).intValue();//マスクのかかっていない相手の技術属性 
    mytech.chromSet(a,Gtech);//相手の技術を置き換える。 
   } 
  } 
 } 
  
 /* 情報収集（カットオフ）を行う */ 
 public void searchInfoCut(double Pmut){ 
  int pZoku = lead_.getPZoku();//属性数 
  int maxCut = lead_.getMaxZoku();//カットオフ値の最大値 
   
  for(int a = 0; a < pZoku; a++){ 
   double pro = Math.random(); 
   int i = 0; 
   if(pro < Pmut){ 
    int Gcut; 
    int motoGcut = mycutoff.selectCint(a); 
    do{ 
     Gcut = function_.Seiki(motoGcut,2); 
     if(Gcut != motoGcut) break; 
    }while(i == 0); 
     
    if(Gcut > maxCut){ 
     Gcut = maxCut; 
    }   
    mycutoff.chromSet(a,Gcut); 
   }  
  } 
 } 
  
 /* 情報収集（ウェイト）を行う */ 
 public void searchInfoWei(double Pmut){  
  int pZoku = lead_.getPZoku();//属性数 
   
  for(int a = 0; a < pZoku; a++){ 
   double pro = Math.random(); 
   int i = 0; 
   if(pro < Pmut){ 
    double Gwei; 
    double motoGwei = myweight.selectCdouble(a); 
    do{ 
     Gwei = function_.Seiki2(motoGwei,2); 
     if(Gwei != motoGwei && Gwei != 0) break;//0 になったときの処理 
    }while(i == 0); 
    myweight.chromSet(a,Gwei); 
   } 
  } 
   
  //標準化処理 
  ArrayList<Double> tensulist = new ArrayList<Double>(); 
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  double sum = 0; 
   
  for(int a=0; a<pZoku; a++){ 
   double tensu = 0; 
   tensu = myweight.selectCdouble(a); 
   sum += tensu; 
   tensulist.add(tensu); 
  } 
   
  for(int b=0; b<pZoku; b++){ 
   double Gweight = 0; 
   Gweight = tensulist.get(b)/sum; 
   myweight.chromSet(b,Gweight);  
  } 
 } 
  
  
 /* 消費者の技術・アイデア獲得 */ 
 public void developTech(){ 
  int pZoku = lead_.getPZoku();//属性数 
  int maxTech = lead_.getMaxZoku();//最大技術値 
  double cpTech = lead_.getCpTechMutation();//突然変異確率 
   
  for(int a = 0; a < pZoku; a++){ 
   double pro = Math.random(); 
   int i = 0; 
   if(pro < cpTech){ 
    int Gtech; 
    int motoGtech = mytech.selectCint(a); 
    do{ 
     Gtech = function_.Seiki(motoGtech,2); 
     if(Gtech != motoGtech) break; 
    }while(i == 0); 
     
    if(Gtech > maxTech){ 
     Gtech = maxTech; 
    } 
    mytech.chromSet(a,Gtech); 
   }  
  } 
 } 
 
 /* 消費者が製品投入をする */ 
 public void throwProduct(int consnum){ 
  boolean hantei = false; 
  int sedai = lead_.getCurGeneration();//現在の世代 
  int numOfZoku = lead_.getPZoku();//製品属性数 
   
  if(myinnov.selectCint(0) == 1){ 
   hantei = tonyurule_.decideThrowCons(mycutoff, mytech, numOfZoku); 
  } 
  if(hantei == true){ 
   int productsize = productspace_.getPlist();//製品の数を得る 
   product[productsize] = new Product("製品"+productsize, null, this, productspace_,sedai); 
   productspace_.entry(product[productsize]);//製品空間の製品リストに製品を登録 
   tonyurule_.createSpecCons(mypast, mycutoff, mytech, product[productsize],myedge,mycom,consnum);//技術を製品スペックに変える 
  } 
 } 
  
 /* 適応度関数項計算（選好）*/ 
 /* SUMCUT */ 
 public void setSumcut() { 
  int pZoku = lead_.getPZoku(); 
  int sumcut = 0; 
   
  for(int a =0; a<pZoku; a++){//カットオフ値の和を計算する 
   int cut = mycutoff.selectCint(a); 
   sumcut = sumcut + cut; 
  }  
  this.SUMCUT = sumcut; 
 } 
  
 /* MAXCUT */ 
 public void setMaxcut() { 
  int pZoku = lead_.getPZoku(); 
  int maxcut = 0; 
   
  for(int a =0; a<pZoku; a++){//カットオフ値の最大値を計算する 
   int cut = mycutoff.selectCint(a); 
   if(maxcut < cut) maxcut = cut; 
  } 
  this.MAXCUT = maxcut; 
 } 
 
 /* TREND */   
 public void setTrend() { 
  int proTrend = 0;//製品空間内  
  int zoku = lead_.getPZoku(); 
   
  //流行製品との属性の差 
  ArrayList<Integer> proRyukolist = new ArrayList<Integer>(); 
  proRyukolist = productspace_.proRyukoZoku(); 
 
  for(int a = 0; a<zoku; a++){ 
   proTrend = proTrend + Math.abs(mycutoff.selectCint(a) - proRyukolist.get(a)); 
  } 
  TREND = proTrend; 
 } 
 
  
 /* 適応度関数項計算（技術）*/ 
 /* SHARE */ 
 public void setShare(int comNumCons,ArrayList<Integer> comlist) { 
  int numOfCons = 0;//購買可能性のある消費者数 
  int numOfPurchaser = getConsshare();//自身の製品を選択した消費者数 
  int overlap = 0;//自身のエッジとコミュニティの両方にいる消費者数 
   
  for(int a=0; a<myedge.getCint(); a++){ 
   if(comlist.get(myedge.selectCint(a)) == 1){ 
付録Ｃ 
175 
 
    overlap++; 
   } 
  } 
  if(lead_.getFocus() == 1){//探索可能範囲が製品空間とエッジのみ 
   numOfCons = myedge.getCint() + 1;//エッジのメンバー＋自分 
  } 
  else if(lead_.getFocus() == 2 && mycom.selectCint(0) == 1){//探索可能範囲にコミュニティを含む∧自身がコミュニティに所属 
   numOfCons = myedge.getCint() + comNumCons - overlap; 
  } 
  else if(lead_.getFocus() == 2){// 
   numOfCons = myedge.getCint() + 1; 
  } 
  double share = (numOfPurchaser/(double)numOfCons); 
  this.SHARE = share; 
 } 
  
 /* SUMTECH */ 
 public void setSumtech() { 
   
  int sumtech = 0; 
  int pZoku = lead_.getPZoku();//属性数 
   
   
  for(int a =0; a<pZoku; a++){//技術属性の和を計算する,ついでに技術属性を擬似リストに保管 
   int tech = mytech.selectCint(a); 
   sumtech = sumtech + tech; 
  } 
   
  this.SUMTECH = sumtech; 
 } 
  
 /* MAXTECH */ 
 public void setMaxtech() { 
  int maxtech = 0; 
  int pZoku = lead_.getPZoku();//属性数 
   
  for(int a =0; a<pZoku; a++){//技術属性の和を計算する,ついでに技術属性を擬似リストに保管 
   int tech = mytech.selectCint(a); 
   if(maxtech < tech) maxtech = tech; 
  } 
  this.MAXTECH = maxtech; 
 } 
  
 /* OVERCUT */ 
 public void setOvercut() {  
  int overcut =0; 
  int pZoku = lead_.getPZoku();//属性数 
   
  for(int a =0; a<pZoku; a++){ 
   int tech = mytech.selectCint(a); 
   int cut = mycutoff.selectCint(a); 
   int solution = tech - cut; 
   if(solution > 0){ 
    overcut += solution;  
   } 
  } 
  this.OVERCUT = overcut; 
 } 
  
  
 
  
  
 /* 消費者シェアのセッタ関数 */ 
 public void setConsshare(int consshare) { 
  if(consshare == 10000) this.NPUR = 0;//世代ごとにシェアをリセット 
  if(consshare != 10000) this.NPUR += consshare; 
 } 
 
 /* ウェイトを全消去 */ 
 public void clearWeight(){ 
  myweight.chromClear(); 
 } 
  
 /* 標準化時に再ウェイト決め */ 
 public void redecideWeight(double Gwei){ 
  myweight.addDouble(Gwei); 
 } 
  
 /* 内部モデルパラメータ取得 */ 
 /* イノベーターかどうかを得る */ 
 public int innovDisp(){ 
  int innov = myinnov.selectCint(0); 
  return innov; 
 } 
  
 /* カットオフ値を得る */ 
 public int cutDisp(int position){ 
  int cut = mycutoff.selectCint(position); 
  return cut; 
 } 
  
 /* ウェイトを得る */ 
 public double weiDisp(int position){ 
  double wei = myweight.selectCdouble(position); 
  return wei; 
 } 
  
 /* エッジを得る */ 
 public ArrayList<Integer> edgeDisp(){ 
  ArrayList<Integer> list = new ArrayList<Integer>(); 
  list = myedge.getList(); 
  return list; 
 } 
 
 /* コミュニティを得る */ 
 public int comDisp(){ 
  int com = 0; 
  com = mycom.selectCint(0); 
 
 
176 
 
  return com; 
 } 
  
 /* 技術を得る */ 
 public int techDisp(int position){  
  int tech = mytech.selectCint(position); 
  return tech; 
 } 
  
  
 /* 技術リストをコピー */ 
 public ArrayList<Integer> copyTech(){ 
  ArrayList<Integer> list = new ArrayList<Integer>();  
  list = mytech.getList(); 
  return list; 
 } 
  
 /* 消費者名を表示のため必要 */ 
 public String toString(){ 
  return consname_; 
 } 
  
  
 /* セッタ・ゲッタ関数 */ 
 public int getNcut() { 
  return NCUT; 
 } 
  
 public int getSumcut() { 
  return SUMCUT; 
 } 
  
 public int getMaxcut() { 
  return MAXCUT; 
 } 
  
 public int getTrend() { 
  return TREND; 
 } 
  
 public double getShare() { 
  return SHARE; 
 } 
 
 public int getSumtech() { 
  return SUMTECH; 
 } 
  
 public int getMaxtech() { 
  return MAXTECH; 
 } 
  
 public int getOvercut() { 
  return OVERCUT; 
 } 
  
 public int getConsshare() { 
  return NPUR; 
 } 
  
 public double getTechFitness() { 
  return techFitness; 
 } 
  
 public double getFitness() { 
  return fitness; 
 } 
} 
 
 
 
● Product クラス 
package camcat; 
import java.util.ArrayList; 
 
public class Product { 
  private String productname_;//製品名 
  private Firm firmname_;//投入した企業名 
  private Consumer consname_;//投入した消費者名 
  private ProductSpace productspace_;//投入先の市場 
  private ChromInteger mySpec = new ChromInteger();//製品仕様 
  private ChromInteger myEdge = new ChromInteger();//製品発見可能消費者(エッジ） 
  private ChromInteger mycom = new ChromInteger();//コミュニティでの発見可能性 
  private int numOfPurchase = 0;//製品の購入数 
  
  
 /* 製品コンストラクタ */ 
 public Product(String productname, Firm firmname, Consumer consname, ProductSpace productspace, int sedai){ 
  productname_ = productname; 
  firmname_ = firmname; 
  consname_ = consname; 
 } 
  
 /* 技術属性を決定する */ 
 public void decidePspec(int Pzoku){ 
  mySpec.addInteger(Pzoku); 
 } 
  
 /* スペックをみる（一属性） */ 
 public int lookSpec(int position){ 
  int value = mySpec.selectCint(position); 
  return value; 
 } 
 
 /* スペックを見る（全属性） */ 
 public ArrayList<Integer> copyChrom(){ 
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  ArrayList<Integer> list = new ArrayList<Integer>(); 
  list = mySpec.getList(); 
  return list; 
 } 
  
 /* 製品探索可能消費者リストを見る */ 
 public ArrayList<Integer> lookEdge(){ 
  ArrayList<Integer> list = new ArrayList<Integer>(); 
  list = myEdge.getList(); 
  return list; 
 } 
  
 /* コミュニティを見る */ 
 public int lookCom(){ 
  int value = 0; 
  if(mycom.getCint()!= 0){ 
   value = mycom.selectCint(0); 
  } 
  return value; 
 } 
 
 /* 企業シェアと消費者シェアを加える */ 
 public void addshare(){ 
  int share = getNumOfPurchase(); 
  if(firmname_ != null){ 
   firmname_.setNPUR(share); 
  } 
  else{ 
   consname_.setConsshare(share); 
  } 
 } 
  
 /* 購入可能消費者をエッジリストセット */ 
 public void setEdge(ArrayList<Integer> edgelist) { 
  myEdge.setList(edgelist); 
 } 
  
 /* 購入可能消費者に 1 消費者をセット */ 
 public void setSelf(int num){ 
  myEdge.addInteger(num); 
 } 
  
 /* 購入数を設定する */ 
 public void setNumOfPurchase(int a) { 
  if(a == 10000) this.numOfPurchase = 0; 
  if(a != 10000) this.numOfPurchase++; 
 } 
  
 /* 製品名を表示したいときに必要 */ 
 public String toString(){ 
  return productname_; 
 } 
  
 /* 企業名を返す */ 
 public Firm getFirmname(){ 
  return firmname_; 
 } 
  
  
 /* セッタ・ゲッタ関数 */ 
 public int getNumOfPurchase() { 
  return numOfPurchase; 
 } 
  
 public Consumer getConsname(){ 
  return consname_; 
 } 
 
 public void setCommunity(int com){ 
  mycom.addInteger(com); 
 } 
 
} 
 
 
 
● TonyuRule クラス 
package camcat; 
import java.util.ArrayList; 
 
public class TonyuRule { 
 private Function function_; 
  
 /* コンストラクタ */ 
 public TonyuRule(Function function){ 
  function_ = function; 
 } 
  
 /* 企業の投入意思決定 */ 
 public boolean decideThrowFirm(){ 
  boolean hantei = false; 
  double pThrow = Math.random(); 
   
  if(pThrow > 0.50 ) hantei = true;//判定式はここに 
  return hantei; 
 } 
  
 /* 消費者の投入意思決定 */ 
 public boolean decideThrowCons(ChromInteger Ccut, ChromInteger Ctech, int numOfZoku){ 
  boolean hantei = false; 
  double pThrow = Math.random(); 
  if(pThrow < 0.05 ) hantei = true; 
   
  if(hantei == true){ 
   for(int x=0; x<numOfZoku; x++){ 
    if(Ccut.selectCint(x) < Ctech.selectCint(x)){ 
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     hantei = true; 
     break; 
    } 
    hantei = false; 
   } 
  } 
  return hantei; 
 } 
  
 /* 企業が製品を作る（技術→製品属性） */ 
 public void createSpecFirm(ChromInteger Ctech, Product product){ 
  int Ctechsize = Ctech.getCint();//属性数 
  for(int a=0; a< Ctechsize ; a++){ 
    int dt = Ctech.selectCint(a); 
    product.decidePspec(dt); 
  } 
 } 
  
 /* 消費者が製品属性を作る（技術→製品属性） */ 
 public void createSpecCons(ChromInteger Cpast, ChromInteger Ccut, ChromInteger Ctech, Product product, ChromInteger edgelist, ChromInteger 
community, int consnum){ 
  int Ctechsize = Ctech.getCint();//技術属性サイズ 
  int Cedgesize = edgelist.getCint();//エッジサイズ 
  int com = 0; 
  int zoku = 0; 
   
  if(Cpast.getCint() != 0){//過去の買った製品がある場合 
   for(int a=0; a< Ctechsize ; a++){ 
    int past = Cpast.selectCint(a); 
    int tech = Ctech.selectCint(a); 
    int cut = Ccut.selectCint(a);  
    if(cut < tech){ 
     zoku = tech; 
    } 
    else{ 
     zoku = past;  
    } 
    product.decidePspec(zoku);//ユーザーイノベーション 
   } 
  } 
   
  //製品に購入可能者情報を登録 
  if(Cedgesize != 0){ 
   product.setEdge(edgelist.getList()); 
   product.setSelf(consnum); 
  } 
   
  //コミュニティにも製品を投入するかを判断 
  com = community.selectCint(0);   
  product.setCommunity(com); 
 }  
} 
 
 
 
● ChromInteger クラス 
package camcat; 
import java.util.ArrayList; 
 
public class ChromInteger { 
 private ArrayList<Integer> intlist = new ArrayList<Integer>();//Integer型染色体 
  
 /* 遺伝子の追加 */ 
 public void addInteger(int Gint){ 
  intlist.add(Gint); 
 } 
 
 /* 遺伝子長を返す */ 
 public int getCint(){ 
  return intlist.size(); 
 } 
 
 /* position 番目の遺伝子を返す */ 
 public int selectCint(int position){ 
  int Gint = 0; 
  Gint = intlist.get(position); 
  return Gint; 
 } 
  
 /* 染色体（String型）の中身を表示する場合に必要 */ 
 public String toString(){ 
  StringBuffer string = new StringBuffer();  
  int size = intlist.size(); 
  if(size > 0){ 
   for(int a = 0; a<size; a++){ 
    int Gint = intlist.get(a); 
    string.append(Gint); 
    string.append(" ");     
   } 
  } 
  return string.toString(); 
 } 
   
 /* 染色体の中身を消去 */ 
 public void chromClear(){ 
  intlist.clear(); 
 } 
  
 /* position 番目の遺伝子を Gint に置き換える */ 
 public void chromSet(int position, int Gint){ 
  intlist.set(position, Gint); 
 } 
   
 /* 染色体を返す */ 
 public ArrayList<Integer> getList() { 
  ArrayList<Integer> list = new ArrayList<Integer>(); 
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  list = (ArrayList<Integer>)intlist.clone(); 
  return list; 
 } 
  
 /* 染色体をセット */ 
 public void setList(ArrayList<Integer> list) { 
  this.intlist = list; 
 } 
} 
 
 
 
● ChromDouble クラス 
package camcat; 
import java.util.ArrayList; 
 
public class ChromDouble { 
 private ArrayList<Double> doublelist = new ArrayList<Double>();//Double型染色体 
  
 /* 遺伝子の追加 */ 
 public void addDouble(double Gdouble){ 
  doublelist.add(Gdouble); 
 } 
  
 /* 遺伝子長を返す */ 
 public int getCdouble(){ 
  return doublelist.size(); 
 } 
  
 /* position 番目の遺伝子を返す */ 
 public double selectCdouble(int position){ 
  double Gdouble = 0; 
  Gdouble = doublelist.get(position); 
  return Gdouble; 
 } 
  
 /* 染色体（String型）の中身を表示する場合に必要 */ 
 public String toString(){ 
  StringBuffer string = new StringBuffer();   
  int size = doublelist.size(); 
  if(size > 0){ 
   for(int a = 0; a<size; a++){ 
    double Gdouble = doublelist.get(a); 
    string.append(Gdouble); 
    string.append(" ");     
   } 
  } 
  return string.toString(); 
 } 
  
 /* 染色体の中身を消去 */ 
 public void chromClear(){ 
  doublelist.clear(); 
 } 
  
 /* position 番目の遺伝子を Gdouble に置き換える */ 
 public void chromSet(int position, double Gdouble){ 
  doublelist.set(position, Gdouble); 
 } 
} 
 
 
 
● Function クラス 
package camcat; 
 
public class Function { 
  
 /* 正規分布関数（整数を扱う） */ 
 public int Seiki(int a ,double bunsan){//正規乱数 
  int z = 0; 
  double t,u,r1,r2,ransu1,ransu2; 
  t = Math.sqrt(-2.0*Math.log(1-Math.random())); //Math.random → ??  
  u = 1*Math.PI*Math.random(); 
  r1 = t*Math.cos(u); 
  r2 = t*Math.sin(u); 
  ransu1 = r1*Math.sqrt(bunsan) + a; 
  if (ransu1<0) ransu1 =0; 
  ransu2 = r2*Math.sqrt(bunsan) + a; 
  if (ransu2<0) ransu2 =0; 
  if (Math.random()<=0.5) z = (int)ransu1; 
  else z = (int)ransu2; 
  return z; 
 } 
   
 /* 正規分布関数（小数を扱う） */ 
 public double Seiki2(double a, double bunsan){ 
  double t,u,r1,r2,ransu1,ransu2,z = 0; 
  t = Math.sqrt(-2.0*Math.log(1-Math.random())); //Math.random → ??  
  u = 1*Math.PI*Math.random(); 
  r1 = t*Math.cos(u); 
  r2 = t*Math.sin(u); 
  ransu1 = r1*Math.sqrt(bunsan) + a; 
  if (ransu1<0) ransu1 =0; 
  ransu2 = r2*Math.sqrt(bunsan) + a; 
  if (ransu2<0) ransu2 =0; 
  if (Math.random()<=0.5) z = ransu1; 
  else z = ransu2; 
  return z; 
 } 
} 
 
/* 
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C-3 クラス図とソースコード（6 章） 
クラス図 
 
  
シミュレーションの進行
シミュレーションの進行
所有する
投入する
購入する
Lead
C:Lead
+buildNetwork
+setAgentPosition
+prepareFirm
+prepareCons
+startFirm
+startCons
FirmPopulation
C:FirmPopulation
+entry
+createFirm
+dictateResearch
+dictateDevelopment
+dictateRelease
Firm
C:Firm
+decideManaSt
+decideTechnology
+decideFirmProduct
+researchConsumer
+releaseProduct
ConsPopulation
C:ConsPopulation
+entry
+createCons
+dictateSearch
+dictatePurchase
+consultationEdge
+consultationCom
+dictateInput
+needsGeneration
+userInnovation
+scalling
+soukankeisu
Consumer
C:Consumer
+decideInternalModel
+generateNeeds
+flashTech
+inputDB
+searchProduct
+purchaseProduct
+getNeeds
+getNumOfNeedsSolved
ProductSpace
C:ProductSpace
+entry
+HyokaProduct
+clearDB
Product
C:Product
+decidePspec
+lookSpec
所有する
所有する
シミュレーションの進行
Network
+createCNN
+setAgentPosition
+scalling
利用する
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● CAMCaT クラス 
package camcat; 
import java.util.*; 
 
public class CAMCaT { 
  
  
 public static void main(String[] args) { 
   
  Random rand = new Random(330); 
   
  Lead lead = new Lead(rand);//変数等を管理するクラスを生成する 
   
  int MAX_TRIAL = 1;//試行数 
 
  Network network = new Network(lead);//ネットワーククラスのインスタンス化 
  lead.buildNetwork(network);//ネットワーク生成 
  lead.setAgentPosition(network);//ポジション決定 
 
  for(int curScenario = 0; curScenario < 1; curScenario++){    
   if(curScenario == 0){//シナリオをここで設定 
    lead.setPGAIN(0.50);//製品発見確率 
    lead.setpTechAcceptance(0.14);//解決の受容確率 
    lead.setpProAcceptance(0.30);//製品の受容確率 
    lead.setpInnovation(0.11);//ユーザーイノベーション確率 
    lead.setpNeedsAcceptance(0.30);//IUニーズの受容確率 
    lead.setpNeedsAcceptance2(0.20);//NIUニーズの受容確率 
    lead.setNbit(2);//情報の粘着性設定 
 
    lead.setFocusWho(0);//0:マス  1:LU 
    lead.setFocusRate(0.1);//何割にフォーカス  
    lead.setFormationConcept(0);//製品開発方法 0:ニーズの最も多いもの 1:技術の多いもの  
    lead.setDevelopmentTime(12);//何期間で製品ができるか 
   } 
 
 
   for(int trialnum=1; trialnum <= MAX_TRIAL; trialnum++){   
    ProductSpace productspace = new ProductSpace("市場",lead);//製品空間を生成 
    FirmPopulation firmpopulation = new FirmPopulation("企業集団", lead);//企業集団を生成 
    ConsPopulation conspopulation = new ConsPopulation("消費者集団", lead, productspace, network);//消費者集団を生成 
   
    lead.prepareFirm(firmpopulation, productspace, lead);//世代開始準備を企業がする 
    lead.prepareCons(conspopulation, productspace, lead);//世代開始準備を消費者がする 
     
    int MAX_STEP = lead.getNStep();//ステップ数 
     
    /* ステップの開始（ループ部分) */ 
    for(int step=1; step<=MAX_STEP; step++){ 
     lead.setcurStep(step); 
     lead.startCons(conspopulation);//消費者行動を開始 
     lead.startFirm(firmpopulation, productspace);//企業行動を開始（製品を投入する） 
    } 
   } 
  } 
  System.out.println("シミュレーション終了"); 
 } 
} 
 
 
 
● Lead クラス 
package camcat; 
import java.util.ArrayList; 
import java.util.Random; 
 
public class Lead { 
  
 /*シミュレーション時間，集団設定，属性数に関わるパラメータ*/  
 private int nStep = 240;//全ステップ数 
 private int curStep;//現在の世代数 
 private int fPopulation = 1;//最大企業数 
 private int cPopulation = 1000;//消費者数 
 private int pZoku = 100;//製品属性（ニーズ）の数 
 Random rand_; 
  
 /*消費者内部モデルパラメータ*/  
 //イノベーターの割合 
 private int nInnovator = (int)(0.2725 * cPopulation);//LU の数 
 private int nNInnovator =  cPopulation - nInnovator;//NLU の数 
  
 //企業製品に対する情報収集の頻度 
 private ArrayList<Double> pInfoLU = new ArrayList<Double>(); 
 private ArrayList<Double> pInfoNLU = new ArrayList<Double>(); 
  
 //購買タイミング 
 private ArrayList<Double> purchaseTimeLU = new ArrayList<Double>(); 
 private ArrayList<Double> purchaseTimeNLU = new ArrayList<Double>(); 
  
 //知人との接触回数 
 private ArrayList<Integer> numOfContactLU = new ArrayList<Integer>(); 
 private ArrayList<Integer> numOfContactNLU = new ArrayList<Integer>(); 
  
 //新規問題・ニーズの発生確率 
 private ArrayList<Double> pNewNeedsLU = new ArrayList<Double>(); 
 private ArrayList<Double> pNewNeedsNLU = new ArrayList<Double>(); 
  
 //コミュニティメンバーへの相談確率 
 private ArrayList<Double> pCNeeds = new ArrayList<Double>(); 
  
 //コミュニティメンバーへの開発紹介確率 
 private ArrayList<Double> pCTech = new ArrayList<Double>(); 
  
 //情報の粘着性の度合い 
 private int Nbit; 
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 //発見確率 
 private double PGAIN;//発見確率 
  
 //他者からの解決の移転確率 
 private double pOffering = 0.50;  
  
 //技術の受容確率 
 private double pTechAcceptance;//技術提供された際の受容確率 
  
 //製品の受容確率 
 private double pProAcceptance;//製品提供された際の受容確率 
  
 //問題の受容確率 
 private double pNeedsAcceptance; 
 private double pNeedsAcceptance2; 
 
 //ユーザーイノベーション確率 
 private double pInnovation = 0.10;//自身での開発確率 
 
 //コミュニティ活動頻度 
 private double pCActivity[] = new double[1000];//最大 100 コミュニティまで 
 private double pCNeedsShare[] = new double[1000];//最大 100 コミュニティまで 
 private double pCTechShare[] = new double[1000];//最大 100 コミュニティまで 
  
 /*消費者ネットワークパラメータ*/   
 //ネットワークパラメータ 
 private double probA = 0.251256; 
 private double probB = 0.562814; 
 private double probC = 0.015141; 
 private double aveIUDegree = 9.63; 
 private double aveNIUDegree = 5.83; 
 
 /*企業戦略に関わるパラメータ*/ 
 private int focusWho ; 
 private double focusRate;//何割にフォーカス   
 private int researchTiming = 3;//3 ヶ月に 1 回リサーチし，製品開発を決定する． 
 
 /*製品コンセプト決定および製品開発期間*/ 
 private int formationConcept = 1;//製品開発方法 0:ニーズの最も多いもの (1:技術の多いもの  2:ニーズの少ないもの 3:技術の少ないもの→まだ） 
 private int developmentTime = 12;//何期間で製品が出来るか？ 
  
 //Lead 生成時にパラは決定 
 public Lead(Random rand){ 
  rand_ = rand; 
   
  for(int a = 0; a<nInnovator; a++){ 
   int k = 0; 
   double prob = 0; 
   do{ 
    prob = nDistribution(0.36, 0.332); 
    if(prob < 1 && prob > 0) break; 
   }while(k == 0); 
 
   pInfoLU.add(prob); 
    
   do{ 
    prob = nDistribution(0.26, 0.290); 
    if(prob < 1 && prob > 0) break; 
   }while(k == 0); 
    
   purchaseTimeLU.add(prob); 
    
   int prob2 = 0; 
    
   do{ 
    prob2 = (int)nDistribution(3.85, 4.535); 
    if(prob2 >= 0) break; 
   }while(k == 0); 
    
   numOfContactLU.add(prob2); 
    
   do{ 
    prob = nDistribution(0.10, 0.182); 
    if(prob < 1 && prob > 0) break; 
   }while(k == 0); 
    
   pNewNeedsLU.add(prob); 
    
   do{ 
    prob = nDistribution(0.089, 0.156); 
    if(prob < 1 && prob > 0) break; 
   }while(k == 0); 
    
   pCNeeds.add(prob); 
    
    
   do{ 
    prob = nDistribution(0.069, 0.140); 
    if(prob < 1 && prob > 0) break; 
   }while(k == 0); 
    
   pCTech.add(prob); 
  } 
  for(int a = 0; a<nNInnovator; a++){ 
    
    
   int k = 0; 
   double prob = 0; 
   do{ 
    prob = nDistribution(0.26, 0.319); 
    if(prob < 1 && prob > 0) break; 
   }while(k == 0); 
 
   pInfoNLU.add(prob); 
    
   do{ 
    prob = nDistribution(0.19, 0.272); 
    if(prob < 1 && prob > 0) break; 
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   }while(k == 0); 
    
   purchaseTimeNLU.add(prob); 
    
   int prob2 = 0; 
    
   do{ 
    prob2 = (int)nDistribution(2.87, 2.774); 
    if(prob2 >= 0) break; 
   }while(k == 0); 
    
   numOfContactNLU.add(prob2); 
    
   do{ 
    prob = nDistribution(0.06, 0.130); 
    if(prob < 1 && prob > 0) break; 
   }while(k == 0); 
    
   pNewNeedsNLU.add(prob); 
    
   do{ 
    prob = nDistribution(0.089, 0.156); 
    if(prob < 1 && prob > 0) break; 
   }while(k == 0); 
    
   pCNeeds.add(prob); 
    
    
   do{ 
    prob = nDistribution(0.069, 0.140); 
    if(prob < 1 && prob > 0) break; 
   }while(k == 0); 
    
   pCTech.add(prob); 
    
  } 
  for(int a=0; a<100; a++){ 
    
 
   int k = 0; 
   double prob = 0; 
   do{ 
    prob = nDistribution(0.27, 0.261); 
    if(prob < 1 && prob > 0) break; 
   }while(k == 0); 
    
   pCActivity[a] =  prob;//活動頻度 
    
   do{ 
    prob = nDistribution(0.91, 0.187); 
    if(prob < 1 && prob > 0) break; 
   }while(k == 0); 
    
   pCNeedsShare[a] = prob;//コミュニティ内ニーズ共有頻度 
    
   do{ 
    prob = nDistribution(0.97, 0.126); 
    if(prob < 1 && prob > 0) break; 
   }while(k == 0); 
    
   pCTechShare[a] = prob;//コミュニティ内技術共有頻度 
    
  } 
 } 
  
 /* ネットワークを生成する */ 
 public void buildNetwork(Network network){ 
   
  /*エージェントネットワーク作成*/ 
  int consNum = 0; 
  network.setNumOfAgent(cPopulation);//ネットワークの最大エージェント数を決定 
   
  //初期ネットワークを生成する（consNum が全消費者数に達するまで CNN アルゴリズムを回す） 
  do{ 
   consNum = network.createCNN(probA, probB, probC);   
  }while(consNum != cPopulation); 
 } 
  
 /*エージェントの配置換え*/ 
 public void setAgentPosition(Network network){ 
  network.setAgentPosition(cPopulation); 
 }  
  
 /* 企業集団を生成する */ 
 public void prepareFirm(FirmPopulation firmPopulation, ProductSpace productspace, Lead lead){ 
   
  Firm firm[] = new Firm[fPopulation];//企業クラスを配列にする 
   
  for(int a=0; a<fPopulation; a++){//企業の初期生成 
   firm[a] = new Firm("企業"+a, productspace, lead); 
  } 
   
  for(int a=0; a<fPopulation; a++){//企業をリストに登録 
   firmPopulation.entry(firm[a]); 
  }   
  firmPopulation.createFirm();//企業ごとに初期属性を与える 
 } 
  
 /* 消費者集団を生成する */ 
 public void prepareCons(ConsPopulation consPopulation, ProductSpace productspace, Lead lead){ 
   
  Consumer cons[] = new Consumer[cPopulation];//消費者クラスを配列にする 
   
  for(int a=0; a<cPopulation; a++){//消費者の初期生成 
   cons[a] = new Consumer(a, productspace, lead); 
  } 
   
  for(int a=0; a<cPopulation; a++){//消費者をリストに登録 
   consPopulation.entry(cons[a]); 
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  } 
  //消費者ごとに初期属性を与える 
  consPopulation.createCons(pInfoLU, purchaseTimeLU, numOfContactLU, pNewNeedsLU, pInfoNLU, purchaseTimeNLU, numOfContactNLU, 
pNewNeedsNLU, pCNeeds, pCTech); 
 }  
  
 /* 企業が消費者のニーズを捉える．*/ 
 public void startFirm(FirmPopulation firmPopulation, ProductSpace productspace){ 
  firmPopulation.dictateResearch();//消費者空間に入り，情報を収集 
  firmPopulation.dictateDevelopment();//製品を開発する 
  firmPopulation.dictateRelease();//製品を投入する 
 } 
  
 /* 消費者が製品空間に入り，製品を検索する． */ 
 public void startCons(ConsPopulation consPopulation){ 
  consPopulation.dictateSearch();//情報探索 
  consPopulation.dictatePurchase();//購買する 
  consPopulation.consultationEdge();//相互作用（エッジ） 
  consPopulation.consultationCom();//相互作用（コミュニティ） 
  consPopulation.userInnovation();//ユーザーイノベーション 
  consPopulation.needsGeneration();//ニーズを生成させる 
  consPopulation.dictateInput();//プロダクトスペースにあるデータベースにニーズと技術を登録 
 } 
  
 /* 正規分布 */ 
 public double nDistribution(double m, double h){ 
  double temp = rand_.nextGaussian(); 
  double z = temp * h + m; 
  return z; 
 } 
 
 /* セッタ・ゲッタ関数 */ 
 public int getNStep() { 
  return nStep; 
 } 
 
 public int getNbit() { 
  return Nbit; 
 } 
 
 public void setNbit(int nbit) { 
  Nbit = nbit; 
 } 
  
 public double getpNeedsAcceptance2() { 
  return pNeedsAcceptance2; 
 } 
  
 public int getResearchTiming() { 
  return researchTiming; 
 } 
  
 public int getPZoku() { 
  return pZoku; 
 } 
 
 public void setPZoku(int zoku) { 
  pZoku = zoku; 
 } 
  
 public int getcurStep() { 
  return curStep; 
 } 
 
 
 public double getProbA() { 
  return probA; 
 } 
 
 
 public double getProbB() { 
  return probB; 
 } 
 
 public int getCPopulation() { 
  return cPopulation; 
 } 
 
 public int getFPopulation() { 
  return fPopulation; 
 } 
 
 public double getProbC() { 
  return probC; 
 } 
 
 public int getFocusWho() { 
  return focusWho; 
 } 
 
 public void setFocusWho(int focusWho) { 
  this.focusWho = focusWho; 
 } 
 
 public double getFocusRate() { 
  return focusRate; 
 } 
 
 public void setFocusRate(double focusRate) { 
  this.focusRate = focusRate; 
 } 
  
 public int getDevelopmentTime() { 
  return developmentTime; 
 } 
 
 public void setDevelopmentTime(int developmentTime) { 
  this.developmentTime = developmentTime; 
 } 
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 public int getFormationConcept() { 
  return formationConcept; 
 } 
 public void setFormationConcept(int formationConcept) { 
  this.formationConcept = formationConcept; 
 } 
  
 public int getnInnovator() { 
  return nInnovator; 
 } 
 
 public int getnNInnovator() { 
  return nNInnovator; 
 } 
  
 public double getpOffering() { 
  return pOffering; 
 } 
 
 public double getpTechAcceptance() { 
  return pTechAcceptance; 
 } 
 
 public double getpNeedsAcceptance() { 
  return pNeedsAcceptance; 
 } 
  
 public double getpInnovation() { 
  return pInnovation; 
 } 
  
 public double getpCActivity(int comnum) { 
  return pCActivity[comnum]; 
 } 
 
 public double getpCNeedsShare(int comnum) { 
  return pCNeedsShare[comnum]; 
 } 
 
 public double getpCTechShare(int comnum) { 
  return pCTechShare[comnum]; 
 } 
  
 public double getAveIUDegree() { 
  return aveIUDegree; 
 } 
 
 public double getAveNIUDegree() { 
  return aveNIUDegree; 
 } 
  
 public void setcurStep(int curStep) { 
  this.curStep = curStep; 
 } 
  
 public void setPGAIN(double pGAIN) { 
  PGAIN = pGAIN; 
 } 
 
 public void setpOffering(double pOffering) { 
  this.pOffering = pOffering; 
 } 
 
 public void setpTechAcceptance(double pTechAcceptance) { 
  this.pTechAcceptance = pTechAcceptance; 
 } 
 
 public void setpProAcceptance(double pProAcceptance) { 
  this.pProAcceptance = pProAcceptance; 
 } 
 
 public void setpNeedsAcceptance(double pNeedsAcceptance) { 
  this.pNeedsAcceptance = pNeedsAcceptance; 
 } 
 
 public void setpNeedsAcceptance2(double pNeedsAcceptance2) { 
  this.pNeedsAcceptance2 = pNeedsAcceptance2; 
 } 
 
 public void setpInnovation(double pInnovation) { 
  this.pInnovation = pInnovation; 
 } 
 
 public double getPGAIN() { 
  return PGAIN; 
 } 
  
 public double getpProAcceptance() { 
  return pProAcceptance; 
 } 
} 
 
 
 
● FirmPopulation クラス 
package camcat; 
import java.util.*; 
 
public class FirmPopulation { 
 private String populationname_;//企業集団名 
 private Lead lead_; 
 private ArrayList<Firm> firmlist =new ArrayList<Firm>();//企業リスト 
  
 /* コンストラクタ */ 
 public FirmPopulation(String populationname, Lead lead){ 
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  populationname_ = populationname; 
  lead_ = lead; 
 } 
  
 /* 企業をリストに登録 */ 
 public void entry(Firm firm){ 
  firmlist.add(firm); 
 } 
 
    /* 各企業に染色体を与える */ 
 public void createFirm(){ 
  int numFirms = firmlist.size();//企業数を取得 
   
  for(int a=0; a<numFirms; a++){//企業番号順に属性を与える 
   Firm firm = (Firm)firmlist.get(a); 
    
   //戦略を与える 
   firm.decideManaSt(); 
    
   //技術属性を与える 
   firm.decideTechnology();  
    
   //製品開発期間を与える 
   firm.decideFirmProduct(); 
  } 
 } 
 
  
 /* 企業行動 */  
 /* 消費者にアクセスし，ニーズを抽出する*/ 
 public void dictateResearch(){   
  int numFirms = firmlist.size();  
  for(int a=0; a<numFirms; a++){ 
   Firm firm = (Firm)firmlist.get(a); 
   firm.researchConsumer();//ニーズおよび技術調査を行う 
  } 
 } 
  
 /* 製品を開発する */ 
 public void dictateDevelopment(){ 
  int numFirms = firmlist.size(); 
  for(int a=0; a<numFirms; a++){ 
   Firm firm = (Firm)firmlist.get(a); 
   firm.developProduct(); 
  } 
 } 
  
  
 /* 製品投入を指示する */ 
 public void dictateRelease(){ 
  int numFirms = firmlist.size();//企業数を獲得 
   
  for(int a=0; a<numFirms; a++){ 
   Firm firm = (Firm)firmlist.get(a); 
   firm.releaseProduct(); 
  } 
 } 
} 
 
 
 
● ConsPopulation クラス 
package camcat; 
import java.util.ArrayList; 
import java.util.Collections; 
import java.util.Comparator; 
 
public class ConsPopulation { 
 private String populationname_;//消費者集団名（消費者集団が複数ある場合に使用） 
 private Lead lead_; 
 private ProductSpace productspace_; 
 private Network network_; 
 private ArrayList<Consumer> conslist =new ArrayList<Consumer>();//消費者リスト 
 private int comnum = 0; 
 private int maxDegree = 0; 
 private int nPurchaser = 0; 
 private int nTechAccepter = 0; 
 private int nNGenerator = 0; 
 private int nNSolved = 0; 
 
 /* コンストラクタ */ 
 public ConsPopulation(String populationname, Lead lead, ProductSpace productspace, Network network){ 
  populationname_ = populationname; 
  lead_ = lead; 
  productspace_ = productspace; 
  network_ = network; 
 } 
 
 /* 消費者をリストに登録 */ 
 public void entry(Consumer cons){ 
  conslist.add(cons); 
 } 
  
 /* 各消費者に染色体を与える */ 
 public void createCons(ArrayList<Double> pInfoLU, ArrayList<Double> purchaseTimeLU, ArrayList<Integer> numOfContactLU, 
ArrayList<Double> pNewNeedsLU, ArrayList<Double> pInfoNLU, ArrayList<Double> purchaseTimeNLU, ArrayList<Integer> numOfContactNLU, 
ArrayList<Double> pNewNeedsNLU, ArrayList<Double> pCNeeds, ArrayList<Double> pCTech){//各消費者に染色体を与える 
  int numConss = conslist.size();//消費者数を取得 
   
  Collections.shuffle(purchaseTimeLU); 
  Collections.shuffle(pNewNeedsLU); 
  Collections.shuffle(purchaseTimeNLU); 
  Collections.shuffle(pNewNeedsNLU); 
  Collections.shuffle(pCNeeds); 
  Collections.shuffle(pCTech); 
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  //エージェントリスト（IU=1,NIU=0)を持ってくる 
  ArrayList<Integer> agentList = new ArrayList<Integer>(); 
  agentList = network_.getAgentList(); 
   
  ArrayList<Double> Chromosome1[] = new ArrayList[100];//染色体 100本 
  ArrayList<Integer> Chromosome2[] = new ArrayList[100];//染色体 100本 
   
  int numOfChrom = 100; 
   
  for(int i=0; i<numOfChrom; i++){ 
   Chromosome1[i] = new ArrayList<Double>(); 
   Chromosome2[i] = new ArrayList<Integer>(); 
    
   Collections.shuffle(pInfoLU); 
   Collections.shuffle(pInfoNLU); 
   Collections.shuffle(numOfContactLU); 
   Collections.shuffle(numOfContactNLU); 
 
   int ninno = 0; 
   int nNinno = 0; 
    
   for(int j=0; j<numConss; j++){ 
 
    int INO = agentList.get(j); 
     
    if(INO == 1){ 
     double GI = pInfoLU.get(ninno); 
     if(GI<0) GI = 0; 
     if(GI>1) GI = 1.0; 
     Chromosome1[i].add(GI); 
     int GN = numOfContactLU.get(ninno); 
     if(GN<0) GN = 0; 
     Chromosome2[i].add(GN); 
     ninno++; 
    } 
    else{ 
 
     double GI = pInfoNLU.get(nNinno); 
     if(GI<0) GI = 0; 
     if(GI>1) GI = 1.0; 
     Chromosome1[i].add(GI); 
     int GN = numOfContactNLU.get(nNinno); 
     if(GN<0) GN = 0; 
     Chromosome2[i].add(GN); 
     nNinno++; 
    } 
   } 
  } 
   
  int sedai = 0; 
  double fitness[] = new double[numOfChrom];//適応度 
  ArrayList<Integer> degreeList = new ArrayList<Integer>();//次数の配列 
   
  for(int i=0; i<numConss; i++){ 
   ArrayList<Integer> edgelist = new ArrayList<Integer>(); 
   edgelist = network_.getEdgeList(i); 
   int degree = edgelist.size(); 
   degreeList.add(degree);//次数を決定 
  } 
   
  do{ 
   double sumfit = 0.0; 
   ArrayList<Double> fitList = new ArrayList<Double>();//適応度リスト 
    
   for(int i=0; i<numOfChrom; i++){ 
     
    ArrayList<Double> infoList = new ArrayList<Double>(); 
    ArrayList<Integer> contactList = new ArrayList<Integer>(); 
     
    for(int j=0; j<numConss; j++){ 
     double GINFO = Chromosome1[i].get(j); 
     int GContact = Chromosome2[i].get(j); 
     infoList.add(GINFO); 
     contactList.add(GContact); 
    } 
     
    double soukan1 = soukankeisuDouble(infoList,  degreeList, numConss );//相関係数を求める 
    double soukan2 = soukankeisuInt(contactList,  degreeList, numConss );//相関係数を求める 
    double soukan3 = soukankeisuIntDouble(contactList,  infoList, numConss);//相関係数を求める 
     
    double defferenceSoukan1 = Math.abs(soukan1 - 0.236); 
    double defferenceSoukan2 = Math.abs(soukan2 - 0.381); 
    double defferenceSoukan3 = Math.abs(soukan3 - 0.237); 
    fitness[i] = 1 /(1 + defferenceSoukan1 + defferenceSoukan2 + defferenceSoukan3); 
    sumfit += fitness[i]; 
    double FIT = fitness[i]; 
    fitList.add(FIT); 
   } 
    
   //ルーレット選択 
   Collections.sort(fitList);//適応度を小さい順にソート 
   double minfit = fitList.get(0);//最小適応度を得る 
   double maxfit = fitList.get(numOfChrom-1);//最大適応度を得る 
   double avgfit = sumfit/(double)numOfChrom;// 
   if(maxfit >0.90) break;//最大適応度による判定 
    
   //スケーリング用傾きと切片 
   double c_mult = 2.0; 
   double katamuki = ((c_mult - 1.0) * avgfit) / (maxfit - avgfit); 
   double seppen = (avgfit * (maxfit - c_mult * avgfit)) / (maxfit - avgfit); 
    
   //線形スケーリング 
   double sum = 0.0; 
   ArrayList<Double> rangelist = new ArrayList<Double>(); 
   rangelist.clear(); 
   rangelist.add(0.0); 
    
   if(minfit != maxfit){ 
    for(int i=0; i<numOfChrom; i++){//各染色体適応度をスケーリング 
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     double fit = fitness[i];      
     double scale_fit = 0.0; 
     scale_fit = Scaling(fit, katamuki, seppen); 
     sum = sum + scale_fit; 
     rangelist.add(sum);//各エージェントのルーレット幅 
      
    } 
    /*ルーレット選択*/ 
    ArrayList<Integer> selectedlist = new ArrayList<Integer>(); 
     
    for(int c=0; c<numOfChrom; c++){ 
     int selectedChrom = 0;//再生される染色体番号 
     double deme = 0.0; 
      
     deme = sum * Math.random(); 
  
     int min = 0;//染色体ナンバー 
     int max = numOfChrom;//染色体ナンバー 
     int selectChrom = 0 ;//選択される染色体 
      
     do{ 
      selectChrom =(min + max) / 2; 
      if(deme < rangelist.get(selectChrom)){ 
       max = selectChrom; 
      } 
      else min = selectChrom; 
     }while(max - min != 1); 
      
     selectedChrom = min; 
     selectedlist.add(selectedChrom);//選択された染色体番号を格納していく 
    } 
    
    Collections.sort(selectedlist);//再生された消費者を小さい順にソート  
    int numOfConss = numOfChrom; 
    ArrayList<Integer> slist = new ArrayList<Integer>(); 
    ArrayList<Integer> tlist = new ArrayList<Integer>(); 
     
    for(int e = 0; e<numOfChrom; e++){ 
     int num = 0; 
     do{ 
      if(e == selectedlist.get(num)){ 
       slist.add(e); 
       selectedlist.remove(num); 
       numOfConss = numOfConss-1; 
       break; 
      } 
      else{ 
       num++; 
       if(num == numOfConss){ 
        tlist.add(e); 
        break; 
       } 
      } 
     }while(num != 10000); 
    } 
     
    //染色体のコピー 
    for(int a=0; a<numOfConss; a++){ 
     int toutaChrom = tlist.get(a); 
     int saiseiChrom = selectedlist.get(a);      
     Chromosome1[toutaChrom] = (ArrayList<Double>)Chromosome1[saiseiChrom].clone(); 
     Chromosome2[toutaChrom] = (ArrayList<Integer>)Chromosome2[saiseiChrom].clone(); 
    } 
   } 
    
   /*交叉*/ 
   int MASK = 200;//マスク数 
   double PCROSS = 0.6;//交叉確率 
    
   ArrayList<Integer> NOList = new ArrayList<Integer>(); 
   ArrayList<Integer> THList = new ArrayList<Integer>();  
    
   for(int a=0; a<numOfChrom; a++){ 
    NOList.add(a); 
   } 
    
   for(int a=0; a<numConss; a++){ 
    THList.add(a); 
   } 
    
   Collections.shuffle(NOList);//取り出す順番 
    
   for(int a=0; a<numOfChrom; a=a+2){ 
    double pro2 = Math.random(); 
    if(pro2 < PCROSS){ 
     int C1 = NOList.get(a); 
     int C2 = NOList.get(a+1); 
 
     ArrayList<Integer> maskList1 = new ArrayList<Integer>();//マスクリスト 
     Collections.shuffle(THList);//マスク候補順 
     int count = 0; 
 
     do{ 
      int kouho = THList.get(count); 
      maskList1.add(kouho); 
      count++; 
     }while(count <MASK); 
      
     for(int b =0; b<maskList1.size(); b++){ 
      int masknumber = maskList1.get(b); 
      double Gvalue1 = Chromosome1[C1].get(masknumber); 
      double Gvalue2 = Chromosome1[C2].get(masknumber); 
    
      Chromosome1[C1].set(masknumber, Gvalue2); 
      Chromosome1[C2].set(masknumber, Gvalue1);     
  
     } 
 
     ArrayList<Integer> maskList2 = new ArrayList<Integer>();//マスクリスト  
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     Collections.shuffle(THList);//マスク候補順      
     int count2 = 0; 
 
     do{       
      int kouho2 = THList.get(count2); 
       
      maskList2.add(kouho2); 
      count2++; 
     }while(count2 <MASK); 
      
     for(int b =0; b<maskList2.size(); b++){ 
      int masknumber = maskList2.get(b); 
      int Gvalue1 = Chromosome2[C1].get(masknumber); 
      int Gvalue2 = Chromosome2[C2].get(masknumber); 
    
      Chromosome2[C1].set(masknumber, Gvalue2); 
      Chromosome2[C2].set(masknumber, Gvalue1); 
     } 
    }  
   } 
   
   /*突然変異*/ 
   double pMut = 0.01;//変異率 
   for(int a=0; a<numOfChrom; a++){ 
    for(int b=0; b<numConss; b++){ 
     Collections.shuffle(THList); 
     double pro = Math.random(); 
     if(pMut> pro){ 
       
      double Gvalue = Chromosome1[a].get(b); 
      int innov = agentList.get(b); 
      int count = 0; 
      
      do{ 
       int nGene = THList.get(count);//遺伝子番号を決定 
       int innov2 = agentList.get(nGene); 
       double Gvalue2 = Chromosome1[a].get(nGene);//遺伝子の値を抜き出す 
       if(innov == innov2){//同じ属性であれば 
        Chromosome1[a].set(b, Gvalue2); 
        Chromosome1[a].set(nGene, Gvalue); 
        break; 
       } 
       count++; 
      }while(count <numConss); 
     }     
     double pro2 = Math.random(); 
     if(pMut> pro2){      
      int Gvalue = Chromosome2[a].get(b); 
      int innov = agentList.get(b); 
      int count = 0; 
      
      do{ 
       int nGene = THList.get(count);//遺伝子番号を決定 
       int innov2 = agentList.get(nGene); 
       int Gvalue2 = Chromosome2[a].get(nGene);//遺伝子の値を抜き出す 
       if(innov == innov2){//同じ属性であれば 
        Chromosome2[a].set(b, Gvalue2); 
        Chromosome2[a].set(nGene, Gvalue); 
        break; 
       } 
       count++; 
      }while(count <numConss); 
     }  
    } 
   } 
   sedai++; 
  }while(sedai<5); 
   
  int maxChrom = 0; 
  double MXFIT = 0.0; 
   
  for(int a=0; a<numOfChrom; a++){ 
    
   double fit = fitness[a]; 
    
   if(MXFIT < fit){ 
     
    maxChrom = a; 
    MXFIT = fit; 
   } 
  } 
   
  ArrayList<Double> pInfoList = new ArrayList<Double>(); 
  ArrayList<Integer> nContactList = new ArrayList<Integer>(); 
  pInfoList = (ArrayList<Double>)Chromosome1[maxChrom].clone(); 
  nContactList = (ArrayList<Integer>)Chromosome2[maxChrom].clone(); 
   
 
  /*ここから各消費者に内部モデルパラメータを与える*/ 
  int nInnov = 0; 
  int nNInnov = 0; 
   
  for(int i=0; i<numConss; i++){ 
    
   int hanbetsu = agentList.get(i);    
   Consumer cons = (Consumer)conslist.get(i); 
    
   //エッジを与える 
   ArrayList<Integer> edgelist = new ArrayList<Integer>(); 
   edgelist = network_.getEdgeList(i); 
   cons.decideEdge(edgelist); 
    
   //最大次数を保持 
   int degree = edgelist.size(); 
   if(degree > maxDegree){ 
    maxDegree = degree; 
   }    
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   //コミュニティを与える 
   ArrayList<Integer> comlist = new ArrayList<Integer>(); 
   comlist = network_.getComList(i); 
   cons.decideCommunity(comlist);    
   int numCom = comlist.size();   
    
   //初期パラメータを与える 
   if(hanbetsu == 1){ 
    //イノベーター情報を与える 
    int Ginnov = 1; 
    cons.decideInnovator(Ginnov); 
 
    //初期ニーズを与える 
    cons.decideNeeds(); 
     
    //初期技術を与える 
    cons.decideTechnology(); 
     
    //初期相談確率を与える 
    cons.decidePro(); 
     
    //初期他者解決確率を与える 
    cons.decideTechPro(); 
     
    //情報探索確率を与える 
    double PI = pInfoList.get((nInnov+nNInnov)); 
    cons.decideInfoSearch(PI); 
     
    //購買タイミングを与える 
    double PP = purchaseTimeLU.get(nInnov); 
    if(PP<0) PP = 0.0; 
    if(PP>1) PP = 1.0; 
    cons.decidePurchaseTime(PP); 
     
    //知人との接触回数 
    int NC = nContactList.get((nInnov+nNInnov)); 
    cons.decideNContact(NC); 
     
    //ニーズ発生確率 
    double PN = pNewNeedsLU.get(nInnov); 
    if(PN<0) PN = 0.0; 
    if(PN>1) PN = 1.0; 
    cons.decidePNewNeeds(PN); 
     
    //コミュニティメンバーへの相談確率 
    double PCN = pCNeeds.get(nInnov); 
    if(PCN<0) PCN = 0.0; 
    if(PCN>1) PCN = 1.0; 
    cons.decidePCNeeds(PCN); 
     
    //コミュニティメンバーへの開発紹介確率 
    double PCT = pCTech.get(nInnov); 
    if(PCT<0) PCT = 0.0; 
    if(PCT>1) PCT = 1.0; 
    cons.decidePCTech(PCT);  
     
    //解決の受容確率 
    double PTA = lead_.getpTechAcceptance(); 
    cons.decidePTechAcceptance(PTA); 
     
    //製品の受容確率 
    double PPA = lead_.getpProAcceptance(); 
    cons.decidePProAcceptance(PPA); 
         
    //ニーズの受容確率 
    double PNA = lead_.getpNeedsAcceptance(); 
    cons.decidePNeedsAcceptance(PNA); 
     
    //イノベーション確率 
    double PUI = lead_.getpInnovation(); 
    cons.decidePInnovation(PUI); 
     
    //製品情報を初期化 
    cons.decideProInfo(); 
     
    nInnov++; 
   } 
   else{ 
    //イノベーター情報を与える 
    int Ginnov = 0; 
    cons.decideInnovator(Ginnov); 
 
    //初期ニーズを与える 
    cons.decideNeeds(); 
     
    //初期技術を与える 
    cons.decideTechnology(); 
     
    //初期相談確率を与える 
    cons.decidePro(); 
     
    //初期他者解決確率を与える 
    cons.decideTechPro(); 
     
    //情報探索確率を与える 
    double PI = pInfoList.get((nInnov+nNInnov)); 
    if(PI<0) PI = 0.0; 
    if(PI>1) PI = 1.0; 
    cons.decideInfoSearch(PI); 
     
    //購買タイミングを与える 
    double PP = purchaseTimeNLU.get(nNInnov); 
    if(PP<0) PP = 0.0; 
    if(PP>1) PP = 1.0; 
    cons.decidePurchaseTime(PP); 
     
    //知人との接触回数 
    int NC = nContactList.get((nInnov+nNInnov)); 
    cons.decideNContact(NC); 
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    //ニーズ発生確率 
    double PN = pNewNeedsNLU.get(nNInnov); 
    if(PN<0) PN = 0.0; 
    if(PN>1) PN = 1.0; 
    cons.decidePNewNeeds(PN); 
     
    //コミュニティメンバーへの相談確率 
    double PCN = pCNeeds.get(nNInnov); 
    if(PCN<0) PCN = 0.0; 
    if(PCN>1) PCN = 1.0; 
    cons.decidePCNeeds(PCN); 
     
    //コミュニティメンバーへの開発紹介確率 
    double PCT = pCTech.get(nNInnov); 
    if(PCT<0) PCT = 0.0; 
    if(PCT>1) PCT = 1.0; 
    cons.decidePCTech(PCT);  
     
    //解決の受容確率 
    double PTA = lead_.getpTechAcceptance(); 
    cons.decidePTechAcceptance(PTA); 
     
    //解決の受容確率 
    double PPA = lead_.getpProAcceptance(); 
    cons.decidePProAcceptance(PPA); 
     
     
    //ニーズの受容確率 
    double PNA = lead_.getpNeedsAcceptance(); 
    cons.decidePNeedsAcceptance(PNA); 
     
    //イノベーション確率 
    double PUI = 0; 
    cons.decidePInnovation(PUI); 
     
    //製品情報を初期化 
    cons.decideProInfo(); 
     
    nNInnov++; 
   }   
  }    
 } 
  
 /* 消費者の活動 */  
 /* 消費者が製品を探す */ 
 public void dictateSearch(){ 
  int numConss = conslist.size();//消費者数を獲得 
  for(int a=0; a<numConss; a++){ 
   Consumer cons = (Consumer)conslist.get(a); 
   cons.searchProduct(); 
  }  
 } 
  
 /* 消費者が製品を購入する */ 
 public void dictatePurchase(){ 
  int numConss = conslist.size();//消費者数を獲得 
  int step = lead_.getcurStep(); 
   
  for(int a=0; a<numConss; a++){ 
   Consumer cons = (Consumer)conslist.get(a); 
   cons.purchaseProduct(); 
   int Gpurchase = cons.getPurchaseNumber(); 
  }  
 } 
 
 /* 消費者が他者に相談をするように指示を出す */ 
 public void consultationEdge(){ 
  ArrayList<Consumer> gijiconslist = new ArrayList<Consumer>(); 
  gijiconslist = (ArrayList<Consumer>)conslist.clone();//順番に並んでいるのを保持 
  int numOfcons = conslist.size();//消費者数を取得 
 
  Collections.shuffle(conslist);//消費者番号を無作為に入れ替える 
   
  //1 人ずつ取り出してエッジの貼られている消費者と接触 
  for(int a = 0; a < numOfcons; a++){//先頭から取り出して 
    
   Consumer consA = (Consumer)conslist.get(a); 
   int consnum = consA.dispConsnum(); 
   int step = lead_.getcurStep(); 
   double pTechAcceptanceA = consA.getpTechAcceptance();//consA の技術受容確率 
   double pProAcceptanceA = consA.getpProAcceptance();//consA の製品受容確率   
   ArrayList<Integer> edgelistA = new ArrayList<Integer>(); 
   edgelistA = consA.edgeDisp(); 
 
   int size = edgelistA.size(); 
   int contactNum = consA.getnContact();//接触回数 
   int count = 0; 
    
   do{ 
    //接触相手を決定 
    int crossNum = (int)(size * Math.random()); 
    int crossConsNum = edgelistA.get(crossNum); 
    Consumer consB = (Consumer)gijiconslist.get(crossConsNum); 
    ArrayList<Double> techProlist = new ArrayList<Double>(); 
    techProlist = consB.pTechProDisp();//他者からの解決フラグ 
    double pNeedsAcceptanceB = 0; 
     
    if(consA.innovDisp() == 0){ 
     pNeedsAcceptanceB = lead_.getpNeedsAcceptance(); 
    } 
    else{ 
     pNeedsAcceptanceB = lead_.getpNeedsAcceptance2(); 
    } 
 
    int GNEEDS = consA.getNeeds();//ニーズを 1個とってくる 
     
    if(GNEEDS != -1){//ニーズがあれば 
     double pConsultation = consA.needsProbDisp(GNEEDS); 
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     double pro = Math.random(); 
      
     if(pro < pConsultation){//相談判定 
      int bGtech = consB.techDisp(GNEEDS);//ConsB の対応する技術 
      int bGneeds = consB.needsDisp(GNEEDS);//ConsB の対応するニーズ 
      double bGPTech = techProlist.get(GNEEDS);//他者から解決 0.5,自身 1，製品 10000 
      double pro2 = Math.random(); 
       
      if(bGtech == 1){//他者が技術を持っていれば 
       //製品の伝播であれば 
       if(bGPTech == 10000){ 
 
        double pro3 = Math.random(); 
        if(pro3 < pProAcceptanceA){//技術受容確率以下であれば 
         consA.updateNeeds(GNEEDS, -1);//自身のニーズを解消し 
         consA.updateTech(GNEEDS,1);//自身の技術として習得 
         consA.updateTechPro(GNEEDS, 10000);//他者から製品解決された場所にフラグ 
        } 
       } 
       else if(pro2 < bGPTech){ 
        double pro33 = Math.random(); 
        if(pro33 < pTechAcceptanceA){//技術受容確率以下であれば… 
         consA.updateNeeds(GNEEDS, -1);//自身のニーズを解消し 
         consA.updateTech(GNEEDS,1);//自身の技術として習得 
         consA.updateTechPro(GNEEDS, 0.5);//他者から UI解決された場所にフラグ 
        } 
       } 
      } 
      else if(bGneeds != -1){//consB は解決する技術を持っておらず，ニーズが企業によって満たされていない場合 
       double pro4 = Math.random(); 
       if(pro4 <pNeedsAcceptanceB){//ニーズ受容度 
        double pConsultation22 = 0; 
        int k = 0; 
        do{ 
         pConsultation22 = lead_.nDistribution(0.27, 0.424); 
         if(pConsultation22 < 1 && pConsultation22 > 0) break; 
        }while(k == 0); 
        consB.updateNeedsProbability(GNEEDS, pConsultation22); 
        consB.updateNeeds(GNEEDS, 1); 
       } 
      } 
     } 
    } 
    count++; 
   }while(count < contactNum); 
  } 
  //順番通りに戻す 
  conslist.clear(); 
  conslist = (ArrayList)gijiconslist.clone(); 
 } 
  
  
 /* 消費者がコミュニティ内で相談するように指示を出す */ 
 public void consultationCom(){ 
  ArrayList<Consumer> gijiconslist = new ArrayList<Consumer>(); 
  gijiconslist = (ArrayList<Consumer>)conslist.clone();//順番を保持 
  int numOfcons = conslist.size();//消費者数を取得 
  int numOfCom = network_.getComNum();//コミュニティ数のゲット 
    
  ArrayList comlist[] = new ArrayList[numOfCom]; 
  
  for(int i=0; i<numOfCom; i++){    
   comlist[i] = new ArrayList<Consumer>(); 
  } 
   
  for(int i=0; i< numOfcons; i++){ 
   Consumer cons = (Consumer)conslist.get(i); 
    
   ArrayList<Integer> conscomlist = new ArrayList<Integer>(); 
   conscomlist = cons.comDisp();//消費者ごとの所属コミュニティリスト 
   int numOfConsCom = conscomlist.size();//所属コミュニティサイズ 
    
   for(int j=0; j<numOfConsCom; j++){ 
    int conscomnum = conscomlist.get(j);//所属コミュニティ番号 
    comlist[conscomnum].add(cons);//所属コミュニティのリストに消費者を入れる 
   } 
  } 
   
  //コミュニティ内で情報伝播 
  for(int i=0; i<numOfCom; i++){    
   int comSize = comlist[i].size();//コミュニティ内の消費者サイズ   
   double pCActibity = lead_.getpCActivity(i);//コミュニティの活動頻度 
   double pCNeedsShare = lead_.getpCNeedsShare(i);//コミュニティ内で相談された時のニーズ共有確率 
   double pCTechShare = lead_.getpCTechShare(i);//コミュニティ内で相談された時の技術共有確率    
   int step = lead_.getcurStep();   
   double pro = Math.random(); 
    
   if(pCActibity > pro){//活動月であれば     
    //ニーズの相談 
    ArrayList<Integer> needslist = new ArrayList<Integer>();//コミュニティ内で抱えているニーズリスト 
     
    for(int j=0; j<comSize; j++){//消費者一人ずつニーズを抽出 
     Consumer cons = (Consumer)comlist[i].get(j); 
     int consnum = cons.dispConsnum(); 
     double pro2 = Math.random(); 
     double pCConsul = cons.getpCNeeds();//コミュニティメンバーへ相談する確率 
      
     if(pro2 < pCConsul){//相談する会合である 
      int geneNum = cons.getNeeds();//相談するニーズ番号 
      if(geneNum != -1){//ニーズがあれば 
        
       double proN = Math.random(); 
       double pNConsul = cons.needsProbDisp(geneNum);//ニーズ相談確率 
        
       if(proN < pNConsul){//ニーズを相談すると決める 
        double pro3 = Math.random(); 
         
        if(pCNeedsShare>pro3){//ニーズが共有されれば 
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         /*ニーズ共有プロセス*/ 
         ArrayList<Consumer> needsAccepter = new ArrayList<Consumer>();//ニーズ伝播された人 
         needsAccepter.add(cons);//cons はすでにニーズを持っているので加えておく 
          
         for(int k=0; k<comSize; k++){//ニーズが伝播される 
          Consumer cons2 = (Consumer)comlist[i].get(k); 
          double pNeedsAcceptance2 = 0; 
           
          if(cons.innovDisp() == 0){ 
           pNeedsAcceptance2 = lead_.getpNeedsAcceptance(); 
          } 
          else{ 
           pNeedsAcceptance2 = lead_.getpNeedsAcceptance2(); 
          }         
           
          int Gneeds = cons2.needsDisp(geneNum); 
           
          double pro4 = Math.random(); 
          if(pro4 < pNeedsAcceptance2 && Gneeds == 0){//ニーズ受容度を満たし，現在ニーズがない 
           cons2.updateNeeds(geneNum, 1); 
           double pConsultation22 = 0; 
           int c = 0; 
           do{ 
            pConsultation22 = lead_.nDistribution(0.27, 0.424); 
            if(pConsultation22 < 1 && pConsultation22 > 0) break; 
           }while(c == 0); 
           cons2.updateNeedsProbability(geneNum, pConsultation22); 
           needsAccepter.add(cons2);//ニーズ伝播した人を追加  
          } 
         } 
          
         /*技術伝播プロセス*/ 
         double pOffering = 0;//他者の解決かどうかを判定 
         double pPurchase = 0;//購買したものかどうかを判定 
         boolean hantei = false;//コミュニティメンバーが技術を保持しているか 
         for(int k=0; k<comSize; k++){ 
          Consumer cons2 = (Consumer)comlist[i].get(k); 
          int tech = cons2.techDisp(geneNum);//cons のニーズに対する技術 
          double TechPro = cons2.techProDisp(geneNum);//cons の他者からの解決確率 
          if(TechPro == 10000){ 
           pPurchase = 10000; 
           hantei = true; 
          } 
          if(TechPro > pOffering){ 
           pOffering = TechPro; 
           hantei = true; 
          } 
         } 
          
         if(hantei == true){//解決技術あり 
          double pro5 = Math.random(); 
          if(pOffering > pro5){//他者からの解決確率（通れば，技術提供あり） 
            
           for(int l=0; l<needsAccepter.size(); l++){//ニーズを持っている人々が技術解決される 
            Consumer cons3 = (Consumer)needsAccepter.get(l); 
            double pTechAcceptance = cons.getpTechAcceptance(); 
            double pro7 = Math.random(); 
            if(pTechAcceptance > pro7){//受容確率を満たせば技術伝播 
             cons3.updateNeeds(geneNum, -1);//自身のニーズを解消し 
             cons3.updateTech(geneNum,1);//自身の技術として習得 
             cons3.updateTechPro(geneNum, 0.5);//他者から解決された場所にフラグ 
            } 
           }  
          }          
          if(pPurchase == 10000){ 
            
           for(int l=0; l<needsAccepter.size(); l++){//ニーズを持っている人々が技術解決される 
            Consumer cons3 = (Consumer)needsAccepter.get(l); 
            double pProAcceptance = cons.getpProAcceptance(); 
            double pro6 = Math.random(); 
            if(pProAcceptance > pro6){//受容確率を満たせば技術伝播 
             cons3.updateNeeds(geneNum, -1);//自身のニーズを解消し 
             cons3.updateTech(geneNum,1);//自身の技術として習得 
             cons3.updateTechPro(geneNum, 10000);//他者から解決された場所にフラグ 
            } 
           }  
          } 
         } 
        } 
       } 
      } 
     }  
    } 
   } 
  } 
  //順番を戻す 
  conslist.clear(); 
  conslist = (ArrayList)gijiconslist.clone(); 
 } 
  
  
 /* データベースへの情報提供 */  
 public void dictateInput(){   
  productspace_.clearDB();//前期におけるデータベース内のクリア  
  int numOfCons = conslist.size();  
  int focusWho = lead_.getFocusWho();//誰を 
  double focusRate = lead_.getFocusRate();//何割フォーカス  
  ArrayList<Consumer> gijiconslist = new ArrayList<Consumer>(); 
  gijiconslist = (ArrayList<Consumer>)conslist.clone(); 
   
  if(focusWho == 0){//マスにフォーカス 
   int numOfFocus = (int)(focusRate * numOfCons);//企業にフォーカスされる人数 
   Collections.shuffle(conslist);//シャッフル 
   for(int i =0; i<numOfFocus; i++){ 
    Consumer cons = (Consumer)conslist.get(i); 
    cons.inputDB(); 
   } 
  } 
  else if(focusWho == 1){//リードユーザーにフォーカス 
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   int numOfFocus = (int)(focusRate *numOfCons);//企業にフォーカスされる人数  
   ArrayList<Integer> degList = new ArrayList<Integer>(); 
   ArrayList<Integer> tmpList = new ArrayList<Integer>(); 
    
   for(int i=0; i<numOfCons; i++){ 
     
    ArrayList<Integer> edgelist = new ArrayList<Integer>(); 
    edgelist = network_.getEdgeList(i); 
    int degree = edgelist.size();     
    degList.add(degree);//次数を決定 
    tmpList.add(i); 
   } 
    
   Collections.sort(degList); 
   Collections.reverse(degList); 
    
   int elementNum=0; 
   do{ 
    int degree = degList.get(elementNum);     
    for(int i=0; i<numOfCons; i++){ 
     tmpList.add(i); 
    } 
    do{      
     int consnum = tmpList.get(0); 
     Consumer cons = (Consumer)conslist.get(consnum);      
     int deg = cons.degreeDisp(); 
      
     if(deg == degree){ 
      int innov = cons.innovDisp();//リードユーザーかどうか     
  
      if(innov == 1){ 
       cons.inputDB(); 
       numOfFocus--; 
       break; 
      } 
      else{ 
       tmpList.remove(0); 
      } 
     } 
     else{ 
      tmpList.remove(0); 
     } 
    }while(tmpList.size() != 0); 
  
    elementNum++; 
   }while(elementNum < numOfFocus); 
  } 
   
  //順番を戻す 
  conslist.clear(); 
  conslist = (ArrayList)gijiconslist.clone();   
 } 
 
 /*ニーズ発生と UI*/ 
 /* 消費者集団にニーズ発生させる */ 
 public void needsGeneration(){ 
  int numOfCons = conslist.size();   
  for(int a=0; a<numOfCons; a++){ 
   Consumer cons = (Consumer)conslist.get(a); 
   cons.generateNeeds();//ニーズ発生 
  } 
 } 
   
 /* 消費者集団にユーザーイノベーションを行わせる */ 
 public void userInnovation(){ 
  int numOfCons = conslist.size(); 
  int step = lead_.getcurStep(); 
   
  for(int a=0; a<numOfCons; a++){ 
   Consumer cons = (Consumer)conslist.get(a); 
   cons.flashTech();//技術ひらめき 
   int uinum = cons.getUiNumber();    
  } 
 } 
  
 /* 線形スケーリング */ 
 public double Scaling(double fitness, double katamuki, double seppen){ 
  double z = 0;  
  double scaling_fit = 0; 
   
  scaling_fit = katamuki * fitness + seppen; 
  z = scaling_fit; 
  if(z < 0) { 
   z = 0; 
   scaling_fit = 0; 
  } 
  return z; 
 }  
  
  
    /* 相関係数を求める */ 
    public double soukankeisuInt( ArrayList<Integer> x,  ArrayList<Integer> y, int numOfConss ) {     
     double r; //相関係数    
        double  xt,yt,x2t,y2t,xyt,xh,yh,xs,ys; 
        xt = 0; yt = 0; xyt = 0; x2t = 0; y2t = 0; 
        double xsd,ysd; 
 
        for( int  i=0; i<numOfConss; i++)  { 
             xt += x.get(i);   yt += y.get(i); 
             x2t += x.get(i)*x.get(i);    y2t += y.get(i)*y.get(i); 
             xyt += x.get(i)*y.get(i); 
        } 
        xh = xt/numOfConss; 
        yh = yt/numOfConss; 
        xsd=x2t/numOfConss-xh*xh; 
        ysd=y2t/numOfConss-yh*yh;  
        xs = Math.sqrt(xsd); 
        ys = Math.sqrt(ysd); 
        r = (xyt/numOfConss-xh*yh)/(xs*ys); 
付録Ｃ 
195 
 
     return r; 
   } 
     
   public double soukankeisuDouble( ArrayList<Double> x,  ArrayList<Integer> y, int numOfConss ) {    
     double r; //相関係数 
        double  xt,yt,x2t,y2t,xyt,xh,yh,xs,ys; 
        xt = 0; yt = 0; xyt = 0; x2t = 0; y2t = 0; 
        double xsd,ysd; 
 
        for( int  i=0; i<numOfConss; i++)  { 
             xt += x.get(i);   yt += y.get(i); 
             x2t += x.get(i)*x.get(i);    y2t += y.get(i)*y.get(i); 
             xyt += x.get(i)*y.get(i); 
        } 
        xh = xt/numOfConss; 
        yh = yt/numOfConss; 
        xsd=x2t/numOfConss-xh*xh; 
        ysd=y2t/numOfConss-yh*yh;  
        xs = Math.sqrt(xsd); 
        ys = Math.sqrt(ysd); 
        r = (xyt/numOfConss-xh*yh)/(xs*ys); 
     return r; 
   } 
    
   public double soukankeisuIntDouble( ArrayList<Integer> x,  ArrayList<Double> y, int numOfConss ) { 
     
    double r; //相関係数 
       double  xt,yt,x2t,y2t,xyt,xh,yh,xs,ys; 
       xt = 0; yt = 0; xyt = 0; x2t = 0; y2t = 0; 
       double xsd,ysd; 
        
       for( int  i=0; i<numOfConss; i++)  { 
            xt += x.get(i);   yt += y.get(i); 
            x2t += x.get(i)*x.get(i);    y2t += y.get(i)*y.get(i); 
            xyt += x.get(i)*y.get(i); 
       } 
       xh = xt/numOfConss; 
       yh = yt/numOfConss; 
       xsd=x2t/numOfConss-xh*xh; 
       ysd=y2t/numOfConss-yh*yh;  
       xs = Math.sqrt(xsd); 
       ys = Math.sqrt(ysd); 
       r = (xyt/numOfConss-xh*yh)/(xs*ys); 
       return r; 
   } 
  
 /* セッタ・ゲッタ関数*/ 
 public int getComnum() { 
  return comnum; 
 } 
 
 public void setComnum(int comnum) { 
  this.comnum = comnum; 
 } 
  
 public int getMaxDegree() { 
  return maxDegree; 
 } 
 
 public void setMaxDegree(int maxDegree) { 
  this.maxDegree = maxDegree; 
 } 
} 
 
 
 
● ProductSpace クラス 
package camcat; 
import java.util.ArrayList; 
import java.util.Collections; 
import java.util.Comparator; 
 
import javax.swing.text.DefaultEditorKit.CutAction; 
 
public class ProductSpace { 
 private String spacename_;//製品空間名 
 private Lead lead_; 
 private ArrayList<ArrayList> databaseNeeds = new ArrayList<ArrayList>();//ニーズデータベース 
 private ArrayList<ArrayList> databaseTech = new ArrayList<ArrayList>();//技術データベース 
 private ArrayList<Product> productlist = new ArrayList<Product>();//製品リスト 
  
  
 /* 製品空間コンストラクタ */ 
 public ProductSpace(String spacename, Lead lead){ 
  spacename_ = spacename; 
  lead_ = lead; 
 }  
  
 /* 製品を登録 */ 
 public void entry(Product product){ 
  productlist.add(product); 
 } 
  
 /* 製品空間内の製品数ゲッタ */ 
 public int getPlist(){ 
  return productlist.size(); 
 } 
  
 /* 製品数を取得 */ 
 public void confirmChrom(){ 
  int numProducts = productlist.size(); 
   
  for(int a=0; a< numProducts ; a++){ 
   Product Pspec = (Product)productlist.get(a); 
  } 
 } 
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 /* 製品を消費者が評価する */ 
 public ArrayList<Integer> HyokaProduct(ArrayList<Integer> Ccut){ 
  int CcutSize = Ccut.size();//属性数をゲット 
  ArrayList<Integer> list = new ArrayList<Integer>();//製品ニーズ解消番号 
  int numOfProducts = productlist.size(); 
   
  if(numOfProducts != 0){//製品があれば 
   for(int j=0; j<CcutSize; j++){ 
     
    int Gvalue = Ccut.get(j); 
    if(Gvalue==1){//ニーズが立っている場合は 
      
     int productnum = 0; 
     do{  
      Product product = (Product)productlist.get(productnum); 
      int prozoku = product.lookSpec(j);//製品属性値 
       
      if(prozoku == 1){//ニーズと同じ番号の製品属性を持っていれば 
       list.add(j);//企業製品でニーズが解消される可能性のあるニーズ番号を入れる 
       break; 
      } 
      productnum++;  
     }while(productnum != numOfProducts); 
    } 
   } 
  } 
  return list; 
 } 
  
 /*データベース内をクリア*/ 
 public void clearDB(){ 
  databaseNeeds.clear(); 
  databaseTech.clear(); 
 } 
  
 /* データベース内の情報量を返す（ニーズ） */ 
 public int sizeDBN(){ 
  int size = databaseNeeds.size(); 
  return size; 
 } 
  
 /* データベース内の情報量を返す（技術） */ 
 public int sizeDBT(){ 
  int size = databaseTech.size(); 
  return size; 
 } 
  
 /* データベースに技術を登録 */ 
 public void setDatabaseTech(ArrayList<Integer> techlist) { 
  this.databaseTech.add(techlist); 
 } 
  
 //データベースにニーズを登録 
 public void setDatabaseNeeds(ArrayList<Integer> needslist) { 
  this.databaseNeeds.add(needslist); 
 } 
  
 /*ゲッタ関数*/ 
 public ArrayList getDatabaseNeeds() { 
  return databaseNeeds; 
 } 
  
 public ArrayList getDatabaseTech() { 
  return databaseTech; 
 } 
} 
 
 
 
● Firm クラス 
package camcat; 
 
import java.util.*; 
public class Firm { 
 private String firmname_;//企業名 
 private ProductSpace productspace_;//所属製品空間 
 private Lead lead_; 
 private ArrayList<Integer> mytech = new ArrayList<Integer>();//保有技術染色体 
 private ArrayList<Integer> myst = new ArrayList<Integer>();//誰を 
 private ArrayList<Double> myst2 = new ArrayList<Double>();//何割フォーカス 
 private ArrayList<Integer> mycog = new ArrayList<Integer>();//認識ニーズ番号 
 private ArrayList<Integer> mycog2 = new ArrayList<Integer>();//認識技術番号 
 private ArrayList<Integer> myproduct = new ArrayList<Integer>();//企業の製品化待ち技術 
 Product product[] = new Product[2000];//製品の最大値   
  
  
 /* 企業コンストラクタ */ 
 public Firm(String firmname, ProductSpace productspace,  Lead lead){ 
  firmname_ = firmname; 
  productspace_ = productspace; 
  lead_ = lead; 
 } 
  
 /* 内部モデルの設定 */ 
 /* 経営戦略属性を決定する */ 
 public void decideManaSt(){ 
  int focusWho = lead_.getFocusWho();//誰にフォーカスするか 
  double focusRate = lead_.getFocusRate();//何割にフォーカスするか 
  myst.add(focusWho);//誰を 
  myst2.add(focusRate);//何割フォーカス 
 } 
  
 /* 技術属性を決定する */ 
 public void decideTechnology(){ 
  int numOfZoku = lead_.getPZoku();//属性数 
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  for(int b=0; b<numOfZoku; b++){//技術初期値を与える 
    int Gtech = 0; 
    mytech.add(Gtech);  
  } 
 } 
  
 /*製品化待ち技術を初期化する*/ 
 public void decideFirmProduct(){ 
  int developmentTime = lead_.getDevelopmentTime();//開発期間分-1 を入れておく 
  for(int i=0; i<developmentTime; i++){ 
   myproduct.add(-1); 
  } 
 } 
  
 /*企業行動*/  
 /* 消費者にアクセスし，調査を行う */ 
 public void researchConsumer(){ 
  int sizeDBN = productspace_.sizeDBN(); 
  if(sizeDBN != 0){//データベース内にニーズが入っていれば 
   //データベースからニーズと技術をゲット 
   ArrayList<ArrayList> databaseNeeds = new ArrayList<ArrayList>(); 
   databaseNeeds = productspace_.getDatabaseNeeds();//フォーカスした消費者の数分のニーズ 
    
   //前期までの認識の初期化 
   int numOfZoku = lead_.getPZoku(); 
   mycog.clear(); 
   for(int j=0; j<numOfZoku; j++){ 
    mycog.add(0); 
   } 
    
   //自分の認識に市場のニーズを加える 
   for(int i=0; i<sizeDBN; i++){ 
    int temp = 0; 
    ArrayList<Integer> needslist = new ArrayList<Integer>(); 
    needslist = (ArrayList)databaseNeeds.get(i); 
    //ニーズリストからニーズを分析 
    for(int j=0; j<needslist.size(); j++){ 
     if(needslist.get(j) == 1){//ニーズがある（1 の立っている）ニーズ番号に 1 を足す 
      mycog.add(j); 
     } 
    } 
   } 
    
   ArrayList<Integer> templist = new ArrayList<Integer>(); 
   templist = (ArrayList<Integer>)mycog.clone(); 
    
   Collections.sort(templist); 
   Collections.reverse(templist); 
    
   int maxNeeds = templist.get(0); 
   int numOfmaxNeeds = 0; 
    
   for(int x=0; x<templist.size(); x++){ 
    int number = mycog.get(x); 
    if(maxNeeds == number){ 
     numOfmaxNeeds = x; 
     break; 
    } 
   } 
  } 
 
  int sizeDBT = productspace_.sizeDBT();//データベース内の技術数 
  if(sizeDBT != 0){//データベース内に技術が入っていれば 
   //データベースから技術を得る 
   ArrayList<ArrayList> databaseTech = new ArrayList<ArrayList>(); 
   databaseTech = productspace_.getDatabaseTech(); 
     
   //認識の初期化 
   int numOfZoku = lead_.getPZoku(); 
   mycog2.clear(); 
   for(int j=0; j<numOfZoku; j++){ 
    mycog2.add(0); 
   } 
    
   //自分の認識に市場のニーズと技術を加える 
   for(int i=0; i<sizeDBT; i++){ 
    ArrayList<Integer> techlist = new ArrayList<Integer>(); 
    techlist = (ArrayList<Integer>)databaseTech.get(i); 
    //技術リストから技術を分析 
    for(int j=0; j<techlist.size(); j++){ 
     if(techlist.get(j) == 1){//技術がある（1 の立っている）技術番号に 1 を足す 
      mycog2.add(j); 
     } 
    } 
   } 
  } 
 } 
  
 /* 製品を開発する */ 
 public void developProduct(){ 
  int formationConcept = lead_.getFormationConcept();//製品開発コンセプト形成方法 
  int researchTime = lead_.getResearchTiming();//開発期間 
  int step = lead_.getcurStep(); 
  int numOfZoku = lead_.getPZoku(); 
  int NBIT = lead_.getNbit();//情報の粘着性 
   
  //認識しているニーズ情報 
  ArrayList<Integer> needsNumlist = new ArrayList<Integer>(); 
  ArrayList<Integer> techNumlist = new ArrayList<Integer>(); 
  techNumlist = (ArrayList<Integer>)mycog2.clone(); 
   
  //ニーズ調査（粘着性考慮） 
  ArrayList<Integer> needsFamily = new ArrayList<Integer>(); 
  for(int k=0; k<numOfZoku; k++){ 
   int BB = 0; 
   for(int l=0; l < NBIT +1; l++){ 
    if(l==0){ 
     BB = mycog.get(k); 
    } 
 
 
198 
 
    else{ 
     if(k+l >= numOfZoku){ 
      int temp2 = k+l - numOfZoku; 
      BB += mycog.get(temp2); 
     } 
     else{ 
      BB += mycog.get(k+l); 
     } 
     int rev = l*(-1); 
     int temp = k + rev; 
     if(temp < 0){ 
      temp = numOfZoku + temp; 
     } 
     BB += mycog.get(temp); 
    } 
   }  
   needsFamily.add(BB); 
  } 
  
  mycog.clear(); 
  for(int k=0; k<numOfZoku; k++){ 
   int zoku = needsFamily.get(k); 
   mycog.add(zoku); 
  } 
  needsNumlist = (ArrayList<Integer>)mycog.clone();//ニーズ番号別ニーズ数 
  if(step%researchTime == 1 || researchTime == 1){ 
   if(formationConcept == 0){//ニーズの最も多い属性番号を抽出 
    //ソート 
    Collections.sort(needsNumlist); 
    Collections.reverse(needsNumlist); 
     
    int numOfneeds = needsNumlist.get(0); 
     
    if(numOfneeds != 0){//ニーズ情報があれば 
     int hantei = 0; 
     int count = 0; 
     do{ 
      ArrayList<Integer> LIST = new ArrayList<Integer>(); 
      for(int x=0; x<needsNumlist.size(); x++){ 
       LIST.add(x); 
      }     
      int needsNum = 0; 
      int Nvalue = needsNumlist.get(count); 
       
      do{  
       int k = (int)(Math.random()*LIST.size()); 
       int a = LIST.get(k); 
       if(Nvalue == mycog.get(a)){//製品化するニーズ番号の同定 
        needsNum = a; 
        if(mytech.get(needsNum)== 0){ 
         //ニーズ番号 
         int SAIMAX = NBIT * 2 + 1; 
         int SAI = (int)(SAIMAX * Math.random()); 
         needsNum = needsNum - NBIT; 
         needsNum = SAI + needsNum; 
          
         if(needsNum >= numOfZoku){ 
          needsNum = needsNum - numOfZoku; 
         } 
          
         if(needsNum < 0){ 
          needsNum = numOfZoku + needsNum; 
         } 
         mytech.set(needsNum, 1);//自社技術にする 
         myproduct.add(needsNum);//開発リストにニーズ番号を入れる 
         hantei = 1; 
         break; 
        } 
        LIST.remove(k); 
       } 
       else{ 
        LIST.remove(k); 
       } 
      }while(0 <LIST.size()); 
       
      if(hantei == 1){ 
       break; 
      } 
      count++; 
     }while(needsNumlist.size() >count); 
     //製品化ニーズが見つからなかった場合 
     if(hantei == 0){ 
      myproduct.add(-1);//開発期間保持のため-1 を入れる 
     } 
    } 
    else{//いうニーズ情報がなければ 
     myproduct.add(-1);//開発期間保持のため-1 を入れておく 
    } 
   } 
   if(formationConcept == 1){//技術の多いもの 
    Collections.sort(techNumlist); 
    Collections.reverse(techNumlist); 
    int hantei = 0; 
     
    do{ 
     int numOftech = techNumlist.get(0);     
     if(numOftech != 0){//技術があれば 
      int Nvalue = techNumlist.get(0); 
      int count = 0; 
      do{ 
       if(Nvalue == mycog2.get(count)){//製品化するニーズ番号の同定 
        if(mytech.get(count)== 0){//まだ技術になっていなければ 
         myproduct.add(count); 
         mytech.set(count, 1); 
         hantei = 1; 
         break; 
        } 
       }  
       count++; 
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      }while(count != mycog2.size()); 
       
      if(count == mycog2.size()){ 
       techNumlist.remove(0); 
      } 
     } 
     else{ 
      techNumlist.remove(0); 
     } 
     if(hantei ==1){ 
      break; 
     } 
    }while(techNumlist.size() != 0); 
     
    if(techNumlist.size()==0) myproduct.add(-1); 
   } 
  } 
  else{ 
   myproduct.add(-1); 
  }  
 } 
  
 /* 製品を投入する */ 
 public void releaseProduct(){ 
  int numOfZoku = lead_.getPZoku();//製品属性数のゲット 
  int techNum = myproduct.get(0);//製品化技術をゲット 
  myproduct.remove(0);//開発減らす 
   
  //開発技術があれば製品化し投入 
  if(techNum != -1){ 
   int productsize = productspace_.getPlist();//製品の数を得る 
   product[productsize] = new Product("製品"+productsize); 
   productspace_.entry(product[productsize]);//企業がいる製品空間の製品リストに製品を登録 
    
   for(int i =0; i<numOfZoku; i++){ 
    if(i == techNum){//製品化技術番号なら 1 を立てる 
     product[productsize].decidePspec(1); 
    } 
    else{//そうでなければゼロを 
     product[productsize].decidePspec(0); 
    }  
   }   
  } 
 } 
  
 /* 企業の名前を表示 */ 
 public String toString(){ 
  return firmname_; 
 } 
  
 /* 開発製品の属性を得る */ 
 public int getDevelop() { 
   
  int developmentTime = lead_.getDevelopmentTime(); 
  int developnum = myproduct.get(developmentTime); 
  return developnum; 
 } 
 
 /* 技術を表示 */ 
 public int techDisp(int position){ 
  int tech = mytech.get(position); 
  return tech; 
 } 
} 
 
 
 
● Consumer クラス 
package camcat; 
import java.util.ArrayList; 
 
public class Consumer { 
 private int consnum_;//消費者名 
 private ProductSpace productspace_;//所属製品空間 
 private Lead lead_; 
 //内部モデル 
 private ArrayList<Integer> myinnov = new ArrayList<Integer>();//LU 判定 
 private ArrayList<Integer> myneeds = new ArrayList<Integer>();//ニーズ 
 private ArrayList<Integer> mytech = new ArrayList<Integer>();//技術 
 private ArrayList<Integer> myedge = new ArrayList<Integer>();//エッジ 
 private ArrayList<Integer> mycom = new ArrayList<Integer>();//コミュニティ 
 private ArrayList<Double> myprobability = new ArrayList<Double>();//相談確率 
 private ArrayList<Double> myTechPro = new ArrayList<Double>();//他者から解決された場合には pOffering,自身の場合は 1 
 private ArrayList<Integer> myproinfo = new ArrayList<Integer>();//ニーズ解消可能性のある製品情報 
 private double purchaseTime;//購買タイミング 
 private double infoSearch;//情報探索確率 
 private double pNewNeeds;//ニーズ発生確率 
 private int nContact;//接触回数 
 private double pCNeeds;//コミュニティメンバーへの相談確率 
 private double pCTech;//コミュニティメンバーへの技術紹介確率 
 private double pTechAcceptance;//解決の受容確率 
 private double pProAcceptance;//製品の受容確率 
 private double pNeedsAcceptance;//問題・ニーズの受容確率 
 private double pInnovation;//ユーザーイノベーション確率 
 private int uiNumber = 0;//ユーザーイノベーション番号 
 private int purchaseNumber = 0;//購買製品番号 
 Product product[] = new Product[2000];//製品の最大値 
 
  
 /* コンストラクタ */ 
 public Consumer(int consnum, ProductSpace productspace, Lead lead){ 
  consnum_ = consnum; 
  productspace_ = productspace; 
  lead_ = lead; 
 } 
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 /*内部モデルの決定*/ 
 /* イノベーター情報を決定する */ 
 public void decideInnovator(int Ginnov){ 
  myinnov.add(Ginnov); 
 } 
  
 /* ニーズ属性を決定する */ 
  
 public void decideNeeds(){//初期値は全員ゼロ 
  int zoku = lead_.getPZoku(); 
    
  for(int b=0; b<zoku; b++){ 
   int Gneeds = 0; 
   myneeds.add(Gneeds); 
  } 
 } 
  
 /* 技術属性を決定する */ 
 public void decideTechnology(){//初期値は全員ゼロ 
  int zoku = lead_.getPZoku(); 
  for(int b=0; b<zoku; b++){ 
   int Gtech = 0; 
   mytech.add(Gtech); 
  } 
 } 
  
 /* 確率を決定する */ 
 public void decidePro(){//初期値は全員ゼロ 
  int zoku = lead_.getPZoku(); 
  for(int b=0; b<zoku; b++){ 
   double Gcut = 0; 
   myprobability.add(Gcut); 
  } 
 } 
  
 /* 他者から解決された場合 */ 
 public void decideTechPro(){//初期値は全員ゼロ 
  int zoku = lead_.getPZoku(); 
  for(int b=0; b<zoku; b++){ 
   double Gpro = 0; 
   myTechPro.add(Gpro); 
  } 
 } 
  
 /* 企業製品情報の収集確率 */ 
 public void decideInfoSearch(double Gvalue){ 
  infoSearch = Gvalue; 
 } 
  
 /*企業製品の情報*/ 
 public void decideProInfo(){ 
  int zoku = lead_.getPZoku(); 
  for(int b=0; b<zoku; b++){ 
   int Ginfo = 0; 
   myproinfo.add(Ginfo); 
  } 
 } 
  
 /*企業製品の購買タイミング*/ 
 public void decidePurchaseTime(double Gvalue){ 
  purchaseTime = Gvalue; 
 } 
  
 /*接触回数*/  
 public void decideNContact(int NC){ 
  nContact = NC;  
 } 
  
 /*ニーズ発生確率*/ 
 public void decidePNewNeeds(double Gvalue){ 
  pNewNeeds = Gvalue; 
 } 
  
 /* コミュニティメンバーへの相談確率 */ 
 public void decidePCNeeds(double Gvalue){ 
  pCNeeds = Gvalue; 
 } 
  
 /* コミュニティメンバーへの開発紹介確率 */ 
 public void decidePCTech(double Gvalue){ 
  pCTech = Gvalue; 
 } 
  
 /* 解決の受容確率 */ 
 public void decidePTechAcceptance(double Gvalue){ 
  pTechAcceptance = Gvalue; 
 } 
  
 /* 製品の受容確率 */ 
 public void decidePProAcceptance(double Gvalue){ 
  pProAcceptance = Gvalue; 
 } 
  
 /* ニーズの受容確率 */ 
 public void decidePNeedsAcceptance(double Gvalue){ 
  pNeedsAcceptance = Gvalue; 
 } 
  
 /* ユーザーイノベーション確率 */ 
 public void decidePInnovation(double Gvalue){ 
  pInnovation = Gvalue; 
 } 
  
 /* エッジを与える*/ 
 public void decideEdge(ArrayList<Integer> edgelist){ 
  int size = edgelist.size(); 
  for(int i = 0; i<size; i++){ 
   int Gedge = edgelist.get(i); 
    myedge.add(Gedge);     
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  } 
 }  
  
 /* コミュニティを与える */ 
 public void decideCommunity(ArrayList<Integer> comlist){ 
  int size = comlist.size(); 
  for(int i = 0; i<size; i++){ 
   int Gcom = comlist.get(i); 
    mycom.add(Gcom);     
  } 
 } 
  
 /*活動に使われるメソッド*/ 
 /* ニーズが発生する */ 
 public void generateNeeds(){ 
  int zoku = lead_.getPZoku(); 
   
  double pro = Math.random(); 
  ArrayList<Integer> dummyList = new ArrayList<Integer>(); 
   
  for(int i=0; i<zoku; i++){ 
   dummyList.add(i); 
  } 
  
  if(pro < pNewNeeds){//確率満たす 
   do{ 
    int position = (int)(dummyList.size() * Math.random());//ポジションを得る 
    int Gneeds = dummyList.get(position);//ポジション番目のニーズをゲット 
    dummyList.remove(position); 
     
    if(myneeds.get(Gneeds) != -1 && myneeds.get(Gneeds) != 1){//解決されていないニーズ or すでにニーズとなっていない 
     myneeds.set(Gneeds, 1);//ニーズ発生 
     int k = 0; 
     double pConsul = 0; 
     do{ 
      pConsul = lead_.nDistribution(0.27, 0.424); 
      if(pConsul < 1 && pConsul > 0) break; 
     }while(k == 0); 
 
     myprobability.set(Gneeds, pConsul);//ニーズごとに相談確率を決定 
     break; 
    } 
     
   }while(dummyList.size() > 0);//検索するニーズがなくなるまで 
  } 
 } 
 
 /* 消費者が技術をひらめく */ 
 public void flashTech(){ 
  double pro = Math.random(); 
   
  //LU，かつ，技術開発確率以下であれば UI を行う 
  if(myinnov.get(0) == 1 && pro < pInnovation){    
   int geneNum = getNeeds();//イノベーションを起こすニーズ 
   if(geneNum != -1){//ニーズが存在すれば 
//    System.out.println("ユーザーイノベーション！"); 
    myneeds.set(geneNum, -1);//ニーズを 0 にし 
    mytech.set(geneNum, 1);//技術を獲得 
    myTechPro.set(geneNum, 1.0);//自身で解決したものなので 1 を立てる 
    uiNumber = geneNum; 
   } 
   else{ 
    uiNumber = -1; 
   } 
  } 
  else{ 
   uiNumber = -1; 
  } 
 } 
  
 /* ニーズと技術をデータベースに登録*/ 
 public void inputDB(){ 
  ArrayList<Integer> needslist = new ArrayList<Integer>(); 
  needslist = (ArrayList<Integer>)myneeds.clone(); 
  productspace_.setDatabaseNeeds(needslist); 
  ArrayList<Integer> techlist = new ArrayList<Integer>();  
  techlist = (ArrayList<Integer>)mytech.clone(); 
  productspace_.setDatabaseTech(techlist); 
 } 
  
 /* 消費者が製品を探す */ 
 public void searchProduct(){ 
  ArrayList<Integer> list = new ArrayList<Integer>();//発見ニーズ番号 
  double random = Math.random(); 
   
  //情報探索タイミングが来たら製品空間に入り製品を評価する，ニーズが満たされた属性番号を返す 
  if(random < infoSearch){ 
   list = productspace_.HyokaProduct(myneeds);//ニーズに対応した製品が存在する場合に，そのニーズ番号（製品番号）が入ったリストが返ってくる 
  } 
   
  //製品として解消可能性のある属性番号を格納する． 
  double random2 = Math.random(); 
  double pGain = lead_.getPGAIN();//発見確率 
   
  if(random2 < pGain){//発見できた場合に 
   for(int i=0; i<list.size(); i++){ 
    int geneNum = list.get(i); 
    myproinfo.set(geneNum, 1);//1 を立てる 
   } 
  } 
 } 
  
 /* 消費者が製品を購入する */ 
 public void purchaseProduct(){ 
  double random = Math.random(); 
   
  //購買時期であれば 
  if(random < purchaseTime){ 
   int proSize = myproinfo.size();//染色体サイズ 
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   boolean hantei = false; 
   for(int a=0; a<proSize; a++){//ニーズに対応した製品があるかを判定 
     
    int zoku = myproinfo.get(a); 
    if(zoku == 1){ 
     hantei = true; 
     break; 
    } 
   } 
 
   if(hantei == true){//ニーズに対応した製品があればランダムにひとつ選ぶ 
    int count = 0; 
    int searchPoint = (int)(proSize * Math.random());//探索開始地点 
     
    do{ 
     if(searchPoint >= proSize){ 
      searchPoint = searchPoint - proSize; 
     } 
      
     if(myproinfo.get(searchPoint)==1){//ニーズに対応した製品である 
      if(myneeds.get(searchPoint)==1){//まだニーズが残っている 
       myneeds.set(searchPoint, -1);//ニーズを-1 にして解消 
       mytech.set(searchPoint, 1);//1 にして 
       myTechPro.set(searchPoint, 10000.0);//フラグ 
       purchaseNumber = searchPoint; 
       break; 
      }  
     } 
      
     searchPoint++; 
     count++; 
    }while(count<proSize); 
   } 
   else{ 
    purchaseNumber = -1; 
   } 
  } 
  else{ 
   purchaseNumber = -1; 
  } 
 } 
  
 /* ニーズ（1）が立っている遺伝子座を返す（判定エラーは-1 を返す） */ 
 public int getNeeds(){ 
  boolean hantei = false; 
  int numOfZoku = lead_.getPZoku(); 
  int geneNum = (int)(Math.random()*numOfZoku);//探索基準となるニーズ番号 
  int count = 0; 
  int Gneeds = 0; 
   
  do{ 
   if(geneNum <numOfZoku){//属性数よりニーズ番号が小さい間は 
    Gneeds = myneeds.get(geneNum); 
   } 
   else{//ニーズ番号が属性数を超えたら，0 から探索 
    geneNum = geneNum - numOfZoku; 
    Gneeds = myneeds.get(geneNum); 
   } 
   if(Gneeds == 1){ 
    hantei = true; 
    break; 
   } 
    
   geneNum++;//探索番号を 1増やす 
   count++; 
  }while(count < numOfZoku); 
   
  if(hantei == false){ 
   geneNum = -1; 
  } 
  return geneNum; 
 } 
 
 /* ニーズの数を返す */ 
 public int getNumOfNeeds() { 
  int numOfZoku = lead_.getPZoku();//属性数 
  int numOfNeeds = 0;//ニーズ数 
   
  for(int i=0; i<numOfZoku; i++){ 
   int Gneeds = myneeds.get(i); 
   if(Gneeds == 1){ 
    numOfNeeds++; 
   }  
  } 
  return numOfNeeds;  
 } 
  
 /* 解決されたニーズ数を返す */ 
 public int getNumOfNeedsSolved(){ 
   
  int numOfZoku = lead_.getPZoku();//属性数 
  int numOfNeedsSolved = 0;//ニーズ数 
   
  for(int i=0; i<numOfZoku; i++){ 
   int Gneeds = myneeds.get(i); 
    
   if(Gneeds == -1){ 
    numOfNeedsSolved++; 
   } 
  } 
  return numOfNeedsSolved;  
 } 
  
 /* 消費者名を表示 */ 
 public int dispConsnum(){ 
  return consnum_; 
 } 
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 /* 解決確率更新 */ 
 public void updateTechPro(int position, double GTechPro){ 
  myTechPro.set(position, GTechPro); 
 } 
  
  
 /* 内部モデルの抽出 */  
 /* LU or NLU */ 
 public int innovDisp(){ 
  int innov = myinnov.get(0); 
  return innov; 
 } 
  
 /* ニーズ値を得る */ 
 public int needsDisp(int position){ 
  int Gneeds = myneeds.get(position); 
  return Gneeds; 
 } 
  
 /* 他者から解決された確率 */ 
 public double techProDisp(int position){ 
  double Gneeds = myTechPro.get(position); 
  return Gneeds; 
 } 
  
 /* ニーズ一覧を得る */ 
 public ArrayList<Integer> needsListDisp(){ 
  ArrayList<Integer> needslist = new ArrayList<Integer>(); 
  needslist = (ArrayList<Integer>)myneeds.clone(); 
  return needslist; 
 } 
  
 /* 相談確率一覧を得る */ 
 public ArrayList<Double> pConsulListDisp(){ 
  ArrayList<Double> pConsullist = new ArrayList<Double>(); 
  pConsullist = (ArrayList<Double>)myprobability.clone(); 
  return pConsullist; 
 } 
  
 /* 他者から解決された確率一覧を得る */ 
 public ArrayList<Double> pTechProDisp(){ 
  ArrayList<Double> pTechPro = new ArrayList<Double>(); 
  pTechPro = (ArrayList<Double>)myTechPro.clone(); 
  return pTechPro; 
 } 
  
 /* エッジを得る */ 
 public ArrayList<Integer> edgeDisp(){ 
  ArrayList<Integer> list = new ArrayList<Integer>(); 
  list = (ArrayList<Integer>)myedge.clone(); 
  return list; 
 } 
  
 /* 次数を得る */ 
 public int degreeDisp(){ 
  ArrayList<Integer> list = new ArrayList<Integer>(); 
  list = (ArrayList<Integer>)myedge.clone(); 
  int degree = list.size(); 
  return degree; 
 } 
  
 /* コミュニティを得る */ 
 public ArrayList<Integer> comDisp(){ 
  ArrayList<Integer> list = new ArrayList<Integer>(); 
  list = (ArrayList<Integer>)mycom.clone();  
  return list; 
 } 
  
 /* 技術を得る */ 
 public int techDisp(int position){ 
  int tech = mytech.get(position); 
  return tech; 
 } 
  
 /*ニーズ相談確率を得る*/ 
 public double needsProbDisp(int position){ 
  double pro = myprobability.get(position); 
  return pro; 
 } 
  
 /* 内部モデルの書き換え */ 
 /*ニーズを更新*/ 
 public void updateNeeds(int geneNum, int Gvalue){  
  myneeds.set(geneNum,Gvalue); 
 } 
  
 /*ニーズ相談確率を更新*/ 
 public void updateNeedsProbability(int geneNum, double Gvalue){ 
  myprobability.set(geneNum,Gvalue); 
 } 
  
 /* 技術を更新 */ 
 public void updateTech(int geneNum, int Gvalue){  
  mytech.set(geneNum, Gvalue); 
 } 
  
  
 /*セッタ・ゲッタ関数*/ 
 public int getUiNumber() { 
  return uiNumber; 
 } 
 
 public int getPurchaseNumber() { 
  return purchaseNumber; 
 } 
  
 public int getnContact() { 
  return nContact; 
 } 
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 public double getpTechAcceptance() { 
  return pTechAcceptance; 
 } 
 
 public double getpNeedsAcceptance() { 
  return pNeedsAcceptance; 
 } 
  
 public double getpCNeeds() { 
  return pCNeeds; 
 } 
 
 public double getpCTech() { 
  return pCTech; 
 } 
  
 public double getpProAcceptance() { 
  return pProAcceptance; 
 } 
 
} 
 
 
 
● Product クラス 
package camcat; 
import java.util.ArrayList; 
 
public class Product { 
 private String productname_;//製品名 
 private ArrayList<Integer> myproduct = new ArrayList<Integer>();//製品仕様 
  
 /* コンストラクタ */ 
 public Product(String productname){ 
  productname_ = productname; 
 } 
 
 /* スペックをみる*/ 
 public int lookSpec(int ZokuNum){ 
  int z = myproduct.get(ZokuNum); 
  return z; 
 } 
  
 /* 製品名を表示 */ 
 public String toString(){ 
  return productname_; 
 } 
  
 /* 技術属性を決定する */ 
 public void decidePspec(int Pzoku){ 
  myproduct.add(Pzoku); 
 } 
  
} 
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