Abstract-In this paper the authors present a new integrated symmetric
I. INTRODUCTION
Due to tremendous growth in communication technology now the security of data is a really a big issue.
In banking system the data must be fully secured. Under no circumstances the authentic data should go to hacker. In defense the security of data is much more prominent. The leakage of data in defense system can be highly fatal and can cause too much destruction. Due to this security issue different cryptographic methods are used by different organizations and government institutions to protect their data online. But, cryptography hackers are always trying to break the cryptographic methods or retrieve keys by different means. For this reason cryptographers are always trying to produce different new cryptographic method to keep the data safe as far as possible.
The cryptographic methods can be divided into two types: (i) symmetric key cryptography, where the same key is used for encryption and for decryption purpose. (ii) Public key cryptography, where we use one key for encryption and one key for decryption purpose.
Symmetric key algorithms are well accepted in the modern communication network. The main advantage of symmetric key cryptography is that the key management is very simple. Only one key is used for both encryption as well as for decryption purpose. There are many methods of implementing symmetric key. In case of symmetric key method, the key should never be revealed /disclosed to the outside world or to other user and should be kept secure. The key should be known to sender and the receiver only and no one else.
The present algorithm i.e. SJA is also symmetric key cryptographic method, which is basically based on advanced modified Caesar Cipher method [1], TTJSA [2] , which itself is based on generalized modified Vernamentered by the user the functions of generalized modified Caesar Cipher and TTJSA are called randomly and then executed, and at last Bit Wise Rotation and Reversal technique will be executed on the final step to make the encryption more strong. In the present paper we have also introduced multiple encryption as well as multiple decryption method.
II. ALGORITHM USED IN THE PRESENT WORK
In this method the authors apply a advanced form of Caesar Cipher [1] cryptographic method. In cryptography, a Caesar cipher, also known as a Caesar's cipher or the shift cipher or Caesar's code or Caesar shift, is one of the simplest and basic known encryption techniques. It is a type of replacement cipher in which each letter in the plaintext is replaced by a letter with a fixed position separated by a numerical value used as a "key". But, in this method, SJA, any character (ASCII value 0-255) are not separated by a fixed numerical value, in fact it is a variable numerical value, which is dependent on a nonlinear polynomial function.
This present method is achieved by executing following two methods in random:
( In the present method, SJA, the user enters a secret key called as password and from that key we generate unique codes, which are successively used to encrypt the message. For decryption purpose we use just reverse process to get back the original plain text. During decryption the user has to enter the same secret key otherwise the decryption will not be successful. Now we will describe in detail the encryption procedure.
A. Encryption of data using modified Caesar Cipher:
1) Generation of Code and power_ex from the Secret Key
The key is provided by the user in a string format and let the string be 'pwd[]'. From the given key we generate two numbers: 'code' and 'power_ex', which will be used for encrypting the message. First we generate the 'code' from the pass key.
Generation of code is as follows: To generate the code, the ASCII value of each character of the key is multiplied with the string-length of the key and with 2 i , where 'i' is the position of the character in the key, starting from position '0' as the starting position. Then we sum up the resultant values of each character, which we got from multiplying, and then each digit of the resultant sum are added to form the 'pseudo_code'. Then we generate the code from the pseudo_code by doing modular operation of pseudo_code by 16, i.e. code = Mod(pseudo_code, 16). If code=0, then we set code =pseudo_code
The Algorithm for this is as follows: Let us assume, pwd[] = key inserted by user pp= 2 i , i=0,1,2,……..n; n ∈ N. Note: i can be treated as the position of each character of the key.
Step-1 :
Step-3 : i=0
Step-4 :
Step-5 : p[i] = p[i] * strlen(pwd) * pp;
Step-6: csum = csum + p[i];
Step-7: i=i+1
Step-8: if i < length(pwd) then go to step-4
Step-9: if csum ≠ 0 then go to Step-10 otherwise go to
Step-14 Step-10: c = Mod(csum , 10)
Step-11: pseudo_code=pseudo_code +c;
Step-12: csum = Int(csum / 10)
Step-13: Go to step-9
Step-14: code =Mod (pseudo_code, 16)
Step-15: End Note: length(pwd)= number of characters of the secret key pwd[].
The 'power_ex' is calculated as follows: We generate power_ex from the pseudo_code generated from the above method. We add all the digits of the pseudo_code and assign it as temporary_power_ex. Then we do modular operation on temporary_power_ex with code and save the resultant as power_ex. i.e. power_ex =Mod (temporary_power_ex, code)
If power_ex = 0 OR power_ex = 1, then we set power_ex = code.
For example, if we choose the password, i.e. the key to be 'hello world'.
Then, length of pwd = 11 code = 10 power_ex = 4 Thus, we generate code and power_ex from the key provided by the user.
2) Encrypting the Message using code and power_ex
Now we use the code and power_ex, generated from the key, to encrypt the main text (message). We extract the ASCII value of each character of the text (message to be encrypted) and add the code with the ASCII value of each character. Then with the resultant value of each character we add the (power_ex)^i, where i is the position of each character in the string, starting from '0' as the starting position and goes up to n, where n=position of end character of the message to be encrypted, and if position = 0, then (power_ex)^i = 0. Since, the value of (power_ex) i increases with the increasing number of character (byte) i.e. with the increasing number of string length, so we have applied the method of Modular Reduction [11] [12] to reduce the large integral value to a smaller integral value.
To apply Modular Reduction we apply the following algorithm:
Step 1: n = power_ex * code * 10 ;generate a random number 'n' from code and power_ex
Step 2: calculate n th prime number
Step 3:i=0
Step 4: (power_ex)
i ,(n th prime number))
Step 5: i=i+1
Step 6: if i<length(text) then go to step-4
Step-7: End
Following the above step, we can reduce the value of (power_ex) i to a significantly smaller usable number.
3) Algorithm for Decryption (Advanced Caesar Cipher)
For this step we basically reverse the process of encryption technique used in the modified Caesar Cipher. B. Encrypt the data using TTJSA:
TTJSA method is a combination of 3 distinct cryptographic methods, namely, (i) Generalized Modified Vernam Cipher Method, (ii) MSA method and (iii) NJJSA method. To begin the method a user has to enter a text-key, which may be at most 16 characters in length.
From the text-key the randomization number and the encryption number is calculated using a method proposed by Nath et al. A minor change in the text-key will change the randomization number and the encryption number quite a lot. The method have also been tested on various types of known text files and have been found that, even if there is repetition in the input file, the encrypted file contains no repetition of patterns.
1) Algorithm of TTJSA (Encryption)
Step 1: Start
Step 2: Initialize the matrix mat [16] [16] with numbers 0 to 255 in row major wise.
Step 3: call keygen() to calculate randomization number (=times), encryption number (=secure)
Step 4: call randomization() function to randomize the contents of mat [16] [16].
Step 5: times2=times
Step 6: copy file f1 into file2
Step 7: k=1
Step 8: if k>secure go to Step 15
Step 9: p=k%6 Step 11: call function file_rev(file1,outf1)
Step 12: copy file outf1 into file2
Step 13: k=k+1
Step 14: goto Step 8
Step 15: End
2) Algorithm of vernamenc(f1,f2)
Step 1: Start vernamenc() function 
3) Algorithm of function encryption(str[],n)
Step 1: Start encryption() function Step2: ch1=0
Step 3: calculate ch=(str[0]+key[0]+ch1)%256
Step 4: write ch into output file
Step 5: ch1=ch
Step 6: i=1
Step 7: if in then goto Step 13 Step 8: ch=(str[i]+key[i]+ch1)%256
Step 9: write ch into the output file
Step 10: ch1=ch
Step 11: i=i+1
Step 12: goto Step 7
Step 13: Return
4) Algorithm for Decryption
Step 2: initialize mat [16] [16] with 0-255 in row major wise Step 3: call function keygen() to generate times and secure Step 4: call function randomization() Step 5: set times2=times
Step 6: call file_rev(f1,outf1)
Step 7: set k=secure
Step 8: if k<1 go to Step 15
Step 9: call function file_rev(outf1,file2)
Step 10: set p=k%6 Step 12: copy the content of file2 to outf1
Step 13: set k=k-1
Step 14: Goto Step 8
5) Algorithm of function vernamdec(f1,f2)
The algorithm of vernamdec() function is same as vernamenc() function. Here the only difference is that decryption() function is called instead of encryption() function.
6) Algorithm of decryption(str[],n)
Step 2: ch1=0
Step 3: ch=(256+str[0]-key[0]-ch1)%256
Step 4: write ch into the output file
Step 5: i=1
Step 6: if in then goto Step 12 Step 7: ch=(256+str
Step 8: write ch into the output file
Step 9: i=i+1
Step 10: goto Step 6 Step 11: ch1=str 
Step 12: Return 7) Algorithm of function file_rev(f1,f2)
Step 2: open the file f1 in input mode
Step 3: open the file f2 in output mode
Step 4: calculate n=sizeof(file f1)
Step 5: move file pointer to n Step 6: read one byte
Step 7: write the byte on f2
Step 8: n=n-1
Step 9: if n>=1 then goto step-6
Step 10: close file f1, f2
Step 11: Return
8) Njjsaa Algorithm
Nath et al. [2] proposed a method which is basically a bit manipulation method to encrypt or to decrypt any file.
The encryption number (=secure) and randomization number (=times) is calculated according to the method mentioned in MSA algorithm [1].
Step 1: Read 32 bytes at a time from the input file.
Step 2: Convert 32 bytes into 256 bits and store in some 1-dimensional array.
Step 3: Choose the first bit from the bit stream and also the corresponding number(n) from the key matrix. Interchange the 1st bit and the n-th bit of the bit stream.
Step 4: Repeat step-3 for 2nd bit, 3rd bit...256-th bit of the bit stream
Step 5: Perform right shift by one bit.
Step 6: Perform bit(1) XOR bit(2), bit(3) XOR bit(4),...,bit(255) XOR bit(256)
Step 7: Repeat Step 5 with 2 bit right, 3 bit right,...,n bit right shift followed by Step 6 after each completion of right bit shift.
9) Msa (Meheboob, Saima, Asoke) Encryption And Decryption Algorithm
Nath et al.
(1) proposed a symmetric key method where they have used a random key generator for generating the initial key and that key is used for encrypting the given source file. MSA method is basically a substitution method where we take 2 characters from any input file and then search the corresponding characters from the random key matrix and store the encrypted data in another file. MSA method provides us multiple encryptions and multiple decryptions. The key matrix (16x16) is formed from all characters (ASCII code 0 to 255) in a random order.
The randomization of key matrix is done using the following function calls:
Step The above randomization process we apply for n1 times and in each time we change the sequence of operations to make the system more random. Once the randomization is complete we write one complete block in the output key file.
C. Encrypt the Data Using Bit Wise Rotation Reversal technique:
In the Bit Reversal algorithm [13] , proposed by Panduranga H. T. and Naveenkumar S. K., the pixel of the image, which is to be encrypted, is converted to its binary format and the number of bits, which is equivalent to the symmetric key (password) are reversed. In our method, SJA, we have applied the same concept but the only difference is that the method used in Bit Reversal is for encrypting Images, whereas we have modified the method, so that it can be used to encrypt any type of file.
In this method, a password, which is given along with input file, is used to measure the effective length of the password and will be used in our modified bit rotation and reversal technique. Value of each byte of output file, which is encrypted using the previous techniques (Modified Caesar Cipher + TTJSA), is converted into equivalent eight bit binary format. Now length of password is considered for bit rotation and reversal. i.e., Number of bits to be rotated to left and reversed will be decided by the length of password. Let L be the length of the password and L R be the number of bits to be rotated to left and reversed (i.e. L R is the effective length of password). The relation between L and L R is represented by equation (1). L R =L mod 7 ------eq. (1) where '7' is the number of iterations required to reverse entire input byte.
For example, CH in is the value of any random character (byte) of the output encrypted file. [ 
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IV. SPECTRAL ANALYSIS AND CRYPTANALYSIS
One of the classical cryptanalysis method used is by detecting the frequency of characters in the encrypted text (message). So to test the effectiveness of SJA method, spectral analysis of the frequency of characters are closely observed. Using this method, SJA, we ran many analysis and tested different strings as input and used various methods of cryptanalysis. To show the usefulness and integrity of this cryptographic module, we used spectral analysis of the frequency of characters.
First, as a test case we chose, a file which contained 1024 ASCII value (1) and used this method to encrypt the data . Fig 1.1 shows the spectral analysis of frequency of characters of 1024 ASCII value (1) and Fig 1.2 shows the spectral analysis of frequency of characters of the encrypted data. As 2 nd Test case we chose a random text file. The spectral analysis of the frequency of characters of the text file is shown in Fig 2.1 and Fig 2.2 shows the spectral analysis of frequency of characters of encrypted text. Thus from the above spectral analysis it is evident that the method, SJA, used here is very effective and there is no trace of any pattern in the encryption technique.
Since this cryptographic technique uses multiple bit and byte level encryption, which again occurs multiple times, for this reason, the method used here is unique and almost unbreakable because there is no trace of any pattern. And this method is also effective against both Differential Cryptanalysis (Differential Attack) and Brute-Force Attack. Thus from the above table we can see that as the number of bytes in a message increase, the time taken to encrypt or decrypt also increases. The following graph shows 'the increase in time' Vs 'the increase in bytes of the message': From the above graph, it was found that time increses significantly with the increses in the number of bytes in the plain text file (with alphanumeric character). It is also evident that for maximum of 128 bytes per block of message (data), SJA -Algorithm works well and takes only 1 second time for encryption and decryption. For this reason, SJA -Algorithm can be used for network security also and is best used as 128 byte block cipher.
V. PERFORMANCE ANALYSIS
Since, Modular Reduction is used in this SJAAlgorithm, the time taken for encryption and deryption also increases because Modular Reduction of large numbers needs massive computation. For this reason, SJA -algorithm can not be used for large files. But, this problem can be easily solved by integrating software and hardware acceleration to speed up the computation of Modular Reduction.
VI. CONCLUSION AND FUTURE SCOPE
In the present work we use three different algorithms to make the encryption process unbreakable from standard cryptographic attack. Our spectral analysis shows that our method is unbreakable We have applied our method on some known text where the same character repeats for a 
