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Abstrat
The Java programming language supports monitors. Monitor implementations, like
other onurrent programs, are hard to test due to the inherent non-determinism. This
paper presents the ConAn (Conurreny Analyser) tool for generating drivers for the
testing of Java monitors. To obtain adequate ontrollability over the interations between
Java threads, the generated driver ontains proesses that are synhronized by a lok.
The driver automatially exeutes the alls in the test sequene in the presribed order
and ompares the outputs against the expeted outputs speied in the test sequene. The
method and tool are illustrated in detail on an asymmetri produer-onsumer monitor,
and their appliation to two other monitors is disussed.
1 Introdution
A Java monitor enapsulates data that an only be observed and modied by monitor aess
proedures [13℄. Only one thread may be ative inside a monitor at a time, giving eah thread
mutually exlusive aess to the data enapsulated.
The testing of onurrent programs in general, and the testing of monitors in partiular,
is diÆult due to the inherent non-determinism in these programs. That is, if we run a
onurrent program twie with the same test input, it is not guaranteed to return the same
output both times. This is beause some event orderings may vary between exeutions. This
non-determinism auses two signiant test automation problems: (1) it is hard to fore the
exeution of a given program statement or branh and (2) it is diÆult to automate the
heking of test outputs.
In this paper, we extend a method for testing monitors proposed by Brinh Hansen [1℄. The
original method onsists of four steps:
1. For eah monitor operation, the tester identies a set of preonditions that will ause
eah branh (suh as those ourring in an if-then-else) of the operation to be exeuted
at least one.
2. The tester onstruts a sequene of monitor alls that will exerise eah operation under
eah of its preonditions.
3. The tester onstruts a set of test proesses that will exeute the monitor alls as dened
in the previous step. These proesses are sheduled by means of a lok used for testing
only.
4. The test program is exeuted and its output is ompared with the predited output.
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By using an external lok to synhronize the alls to the monitor, we an ontrol the inter-
ation of the test proesses without hanging the ode under test and thus guarantee that we
exerise the preonditions we want to.
The original method was devised for monitors implemented in Conurrent Pasal. In [7℄, we
enhaned the method to test Java monitors. In partiular, we extended the test seletion
riterion in the rst step to inlude loop overage, onsideration for the number and type
of proesses suspended inside the monitor, and interesting state and parameter values. We
also provided tool support by using the Roast tool for testing Java lasses [5, 9, 8℄ to hek
exeption behavior and output values of monitor alls.
In this paper, we provide further tool support through ConAn (Conurreny Analyser), whih
automates the third step in the method. With ConAn, the tester speies the sequene of
alls and the threads that will be used to make those alls. From this information, ConAn
generates a test driver that ontrols the synhronization of the threads through a lok
and that ompares the outputs against the expeted outputs speied in the test sequene,
inluding the time at whih eah monitor all should omplete. The generated driver also
detets when a proess in a test sequene is suspended indenitely.
We review related work in Setion 2. In Setion 3, we introdue an asymmetri produer-
onsumer monitor used to illustrate the method and ConAn. We desribe the method in
Setion 4 and apply it to the asymmetri produer-onsumer monitor. In Setion 5, we
desribe the full funtionality of ConAn. We then disuss its appliation to three example
monitors in Setion 6.
2 Related Work
Several strategies for the testing of onurrent programs have been proposed in the liter-
ature. Stati analysis involves the analysis of a program without requiring test exeution.
Several graphial notations for representing the behavior of onurrent programs have been
proposed [16, 12, 17, 14, 10℄. The resulting graphs are then analyzed to generate suitable
test ases, to generate suitable synhronization sequenes for testing, or to verify properties
of the program. However, these tehniques all suer from the state explosion problem: even
for simple onurrent programs, the resulting graphs are large and omplex. In many ases,
this problem is ompounded by a lak of tool support.
A number of authors [2, 15, 4℄ have proposed tehniques for \replaying" onurrent omputa-
tions. While helpful, suh tools do nothing to ahieve adequate test overage. Carver and Tai
[3℄ use a onstraint-based approah to testing onurrent programs, whih involves deriving a
set of validity onstraints from a speiation of the program, performing non-deterministi
testing, olleting the results to determine overage and validity, generating additional test
sequenes for paths that were not overed, and performing deterministi testing for those test
sequenes. This method requires a speiation and is hard to apply in pratie due to a lak
of tool support.
More reently, model heking has been used to automatially test interative programs
written in a onstraint-based language [6℄. The method uses an algorithm to systematially
generate all possible behaviors of suh a program, and these behaviors are then monitored
and heked against user-speied safety properties.
Very few pratial proposals have been made for the generation of test data and the exeution
of this test data. Our work builds on the work of Brinh Hansen [1℄, who presents a method for
testing Conurrent Pasal monitors. He separates the onstrution from the implementation
of test ases, and makes the analysis of a onurrent program similar to the analysis of a
sequential program.
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lass ProduerConsumer {
String ontents;
int urPos = 0;
int totalLength;
// reeive a single harater
publi synhronized har reeive() {
har y;
while (urPos == 0) { // wait if no harater is available
try { wait(); }
ath (InterruptedExeption e) {}
}
// retrieve harater
y = ontents.harAt(totalLength - urPos);
urPos = urPos - 1;
notifyAll(); // notify any other bloked send/reeive alls
return y;
}
// send a string of haraters
publi synhronized void send(String x) {
while (urPos > 0) { // wait if there are more haraters
try { wait(); }
ath (InterruptedExeption e) {}
}
// store string
ontents = x;
totalLength = x.length();
urPos = totalLength;
notifyAll(); // notify any bloked reeive alls
}
}
Figure 1: Produer-onsumer monitor
3 Produer-Consumer Monitor
The ProduerConsumer lass shown in Figure 1 implements an asymmetri Produer-Consumer
monitor, the Java equivalent of the Conurrent-Pasal program desribed in [1℄. The send
method plaes a string of haraters into the buer and the reeive method retrieves the
string from the buer, one harater at a time.
The monitor state is maintained through three variables: ontents stores the string of
haraters, urPos represents the number of haraters in ontents that have yet to be
reeived, and totalLength represents the length of ontents.
The synhronized keyword in the delaration of the send and reeive methods speies
that these methods must be exeuted under mutual exlusion, i.e., only one thread an be
ative inside one of these methods at any time. Thus, if thread T attempts to exeute a
synhronized method in a lass while there is another thread ative in the same lass, T will
be suspended.
The wait operation is used to blok a onsumer thread when there are no haraters in the
buer, and a produer thread when the buer is nonempty. It suspends the thread that
exeuted the all and releases the synhronization lok on the monitor. Eah wait all is
plaed inside a try-ath blok to trap any thread interruption exeptions that may our.
The notifyAll operation wakes up all suspended threads, although only one thread at a
time will be allowed to aess the monitor.
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reeive()
C
1
0 iterations of the loop
C
2
1 iteration of the loop
C
3
multiple iterations of the loop
send()
C
4
empty string
C
5
0 iterations of the loop
C
6
1 iteration of the loop
C
7
multiple iterations of the loop
proesses suspended on the queue
C
8
no proesses suspended
C
9
one sender suspended
C
10
one reeiver suspended
C
11
multiple senders suspended
C
12
multiple reeivers suspended
Figure 2: Test onditions for produer-onsumer monitor
4 Testing Java Monitors
The four steps involved in testing a Java monitor are desribed below.
4.1 Step 1: Identifying preonditions
In the original method [1℄, a set of preonditions is derived that will ause every branh of the
monitor operations to be exeuted. Sine Java monitors typially ontain while-onditions, we
aim to ahieve loop-overage of the ode under test instead. Speially, we selet suÆient
test ases so that eah loop is exeuted 0, 1, and multiple times.
In addition, we onsider the number and types of proesses suspended on the monitor queue
for eah all to notifyAll. Following ommon testing pratie, we inlude tests for queue
size 0, 1, and greater than 1.
Finally, we onsider any speial monitor state or parameter values that we want to test.
For the produer-onsumer monitor, we test that, for example, the implementation behaves
orretly when we send an empty string.
Ideally, we would test all ombinations of the ases above, but that would lead to a pro-
hibitively large number of ases. Instead, we deide on whih ombinations of onditions to
test and reord these as test onditions; see Figure 2. A unique identier is inluded for eah
test ondition for later referene. In this ase, we have 12 onditions that we want to test.
4.2 Step 2: Construting a sequene of alls
In the seond step, the tester onstruts a sequene of monitor alls that will exerise eah
of the test onditions and speial ases identied in step 1. There are many sequenes that
will exerise all onditions. The tester must onstrut one or more of these, typially through
trial and error. One long test sequene is possible [7℄, but we have found that it is easier to
manage multiple, short test sequenes that eah exerise one or more onditions.
Figure 3 shows a test sequene for the produer-onsumer monitor. With eah all is a unique
time-stamp, the output produed by the all, the onditions that the all satises, and a set
of suspended monitor alls, eah identied by the time at whih the all was made. The alls
suspended olumn failitates the heking of the test sequene against the test onditions.
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time all output onditions alls suspended
T
1
send("a") { C
5
; C
8
{
T
2
send("b") { C
9
T
2
T
3
reeive() 'a' C
6
{
T
4
reeive() 'b' { {
Figure 3: A test sequene for produer-onsumer monitor
In the example, the rst all is send("a"), whih satises both onditions C
5
(0 iterations
of the loop) and C
8
(no proesses suspended). We also onsider when a proess is woken up
as part of the test sequene. At time T
3
, after the reeive all, the suspended monitor all,
T
2
, is woken up, hene satisfying ondition C
6
(1 iteration of the loop for a all to send).
Note that we do not reord all onditions satised by the alls. For example, we do not
reord that the reeive all at time T
3
satises ondition C
1
, beause this test sequene was
designed to test the suspension and waking up of send alls.
4.3 Step 3: Implementing the sequene
During test exeution, the all sequene must be as desribed in Figure 3. This means
that we must implement a test driver that starts a number of threads that all the monitor
proedures in the presribed order. However, the relative progress of these threads will
normally be inuened by numerous unpreditable and irreproduible events, suh as the
timing of interrupts and the exeution of other proesses.
To guarantee the order of exeution, the method uses an abstrat lok to provide synhro-
nization. This lok provides three operations: await(t) delays the alling thread until the
lok reahes time t, tik advanes the time by one unit, waking up any proesses that are
awaiting that time, and time returns the number of units of time passed sine the lok
started. The time operation has been added to the method to detet when threads wake
up. Previously, for example, threads violating safety properties of the monitor and threads
waking at inorret times ould go undeteted. This ould our if the test ase passed, based
simply on the output of the monitor alls. The time all allows a tester to ensure eah thread
wakes up at a ertain time or between a range of times.
ConAn automates this step in the method by allowing the tester to speify the sequene of
monitor alls and by assigning eah all to a thread. ConAn sets up the lok and timer,
generates await alls to ontrol the order of alls to the monitor, and manages the passing
of time. Progression of time is ontrolled by a separate proess that makes the lok tik at
regular intervals. The time interval is hosen to be large enough to guarantee that any all
or waking up of a test proess is guaranteed to omplete within one time interval.
The sript writer never needs to deal diretly with the lok or timer. If a liveness error auses
a thread to suspend indenitely, ConAn detets this, terminates the thread at ompletion
of the test sequene, reports an appropriate error message, and ontinues with the next test
sequene. On ompletion of a test sript, the number of test ases, the number of value
errors, and the number of liveness errors are reported.
Continuing the example, Figure 4 shows a ConAn test sequene for the produer-onsumer
monitor. Two threads, sender and reeiver, are used. The alls in the methods orrespond
to the monitor alls in Figure 3. The translation from the test sequene to the ConAn test
sript is straightforward. Eah tik blok, delimited by begin tik and end tik, alls a
monitor ommand. The all to send("a") at time 1 (T
1
) ompletes at time 1. Then, the
all to send("b") at time 2 suspends and does not omplete until time 3, when a all to
reeive() is made.
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begin_ase
goal_onditions C5 C6 C8 C9
begin_tik // T1
begin_thread sender
#exMonitor m.send("a"); #end
#valueChek time() # 1 #end
end_thread
end_tik
begin_tik // T2
begin_thread sender
#exMonitor m.send("b"); #end
#valueChek time() # 3 #end
end_thread
end_tik
begin_tik // T3
begin_thread reeiver
#valueChek m.reeive() # 'a' #end
#valueChek time() # 3 #end
end_thread
end_tik
begin_tik // T4
begin_thread reeiver
#valueChek m.reeive() # 'b' #end
#valueChek time() # 4 #end
end_thread
end_tik
end_ase
Figure 4: ConAn test sequene to test a sender suspended
To further support the method, we have integrated ConAn with the Roast testing tool [5, 9, 8℄
by allowing ConAn to inlude Roast test templates. We use the Roast test templates to
implement the individual alls to the monitor operations. The templates provide automati
heking of exeptions and a onvenient way for heking the return values of monitor alls.
In addition, Roast provides support for debugging when the testing reveals a failure.
Calls to send are plaed inside a Roast exeption-monitoring template, delimited by #exMonitor
and #end, to ensure that no exeptions are thrown during the all. Similarly, alls to reeive
are plaed inside a Roast value-heking template, delimited by #valueChek, # and #end, to
ensure that the all before the # returns the expeted output after the #. After eah monitor
all, the lok time funtion is also alled to hek the time at whih the thread ompletes
the all.
4.4 Step 4: Exeution and omparison
Test ase exeution and omparison is fully automated. The test sript is parsed by Roast
and ConAn, produing a driver as a Java soure ode le. Then the driver is ompiled and
exeuted.
5 ConAn Syntax and Semantis
Figure 5 shows the general struture of a ConAn test sript. Eah setion of the test sript
is desribed below.
 driver hdriver-namei: driver-name will be used as the name of the generated driver
program, i.e., the name of the Java lass required to run the test sequenes.
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driver hdriver-namei
monitor hlass-namei hmonitor-idi
begin onditions
hondition-idi hondition-desriptioni
: : :
end onditions
begin ase
goal onditions hondition-idi : : :
begin setup
hJava odei // test sequene setup ode (if any)
end setup
begin tik
begin thread hthread-idi
hJava odei // ode for this thread
end thread
begin thread hthread-idi
hJava odei // ode for this thread
end thread
: : :
end tik
begin tik
: : :
end tik
: : :
begin teardown
hJava odei // test sequene teardown ode (if any)
end teardown
end ase
begin ase
: : :
end ase
: : :
exit
Figure 5: Struture of a ConAn test sript
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 monitor hlass-namei hmonitor-idi: lass-name is the name of the monitor under test
(MUT). Themonitor-id is any valid Java variable name and is used to reate an instane
of the MUT. This identier an then be used in the test sequenes to referene the MUT
instane. A new MUT instane is reated for eah test sequene.
 hondition-idi hondition-desriptioni: Conditions are listed in the onditions blok,
delimited by begin ondition and end ondition. Eah ondition is identied by
ondition-id ; the ondition-desription is plain text. All onditions are doumented in
this setion and may be referened in the goal onditions setion of the test sequenes.
Conditions are an aid to understanding and evaluating a test sript and provide trae-
ability between the test sequenes and the listed onditions. Conditions that do not
appear in the goal onditions list of any test sequene are reported by ConAn as
potential problems. However, the use of onditions in a test sript is optional.
 Test sequene: A test sript onsists of one or more test sequenes, delimited by
begin ase and end ase. Eah test sequene onsists of a number of tik bloks rep-
resenting units of time (tiks) of length tikTime seonds. A test sequene ompletes
after n+ 1 tiks have passed, where n is the number of tik bloks in the sequene.
 goal onditions hondition-idi: For eah test sequene, a number of goal onditions
may be listed. Conditions may be listed in more than one test sequene, so ondition
referenes are not required to be unique aross test sequenes.
 Setup and Teardown bloks: Setup ode, delimited by begin setup and end setup,
and teardown ode, delimited by begin teardown and end teardown, an be inserted
at the beginning and end of a test sequene. Eah thread within a test sequene is
an instane of the same Java lass. This means that an instane of ode and variables
reated in the setup blok is dened for eah thread in the test sequene. However, only
one instane is reated for variables dened as stati, whih is shared by all threads
in the test sequene.
 Tik blok: Eah tik blok, delimited by begin tik and end tik, represents a unit
of time (or tik). Eah tik has a duration of tikTime seonds. It is assumed that
any statement exeuting within a tik blok will omplete before tikTime seonds has
passed. Hene, all statements, for all threads within a tik blok, exeute within the
same unit of time.
 Thread blok: Eah thread blok begins with the begin thread statement that identi-
es the thread that will exeute the enlosed Java ode by the thread identier thread-id.
For eah unique thread identier aross all tik bloks in a test sequene, a separate
thread is reated. A thread with identier id exeutes ode for eah tik blok T that id
appears in. The ode that is exeuted rst suspends the thread until time T is reahed,
and then exeutes the Java ode assoiated with id and time T . Eah thread identier
may appear only one in eah tik blok.
Any Java ode or Roast test ases an be entered between the begin thread and
end thread statements. In addition, after all tiks for a test sequene have ompleted,
the driver heks to make sure there are no suspended threads for that test sequene.
6 Examples
6.1 Complete produer-onsumer test sript
Figure 6 presents some basi statistis about the full produer-onsumer test sript and the
two other test sripts disussed in this setion. Five test sequenes were developed for testing
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metri produer-onsumer ConAn lok readers-writers
Test Conditions 12 6 15
Test Sequenes 5 3 8
Test Cases 36 16 84
Test Sript LOC 150 40 305
Java Driver LOC 920 480 1855
Figure 6: Summary of test driver generation for example monitors
the twelve onditions of the produer-onsumer monitor. The ConAn test sript omprised
150 lines, ontaining 36 test ases. Of the 36 test ases, 18 were monitor alls and 18 were
wakeup heks. The generated Java program omprised 920 lines.
This ompares with the 21 monitor alls previously used to satisfy the same 12 onditions
[7℄. In that ase, however, the driver required 200 lines of Roast sript and produed 500
lines of Java ode. Although ConAn generated more lines of Java ode, the ConAn sript is
muh simpler than the 200 line Roast sript. Moreover, it ontains all test onditions (these
were reorded in a separate test plan in [7℄) and additional tests to hek the time at whih
monitor alls omplete.
6.2 Testing the Clok monitor
The lok that is used by ConAn is also a monitor. We deided to test the lok monitor
using ConAn. The test sript for the lok monitor was simple to reate from the onditions
listed in Figure 7.
await()
C
1
0 iterations of the loop
C
2
1 iteration of the loop
C
3
multiple iterations of the loop
proesses suspended on the queue
C
4
no proesses suspended
C
5
one awaiter suspended
C
6
multiple awaiters suspended
Figure 7: Test onditions for the lok
One of the three test sequenes is shown in Figure 8. Note that the alls to m.time() in
the seond tik blok refer to the time funtion of the monitor under test (MUT). This an
be identied by the use of the monitor variable m. The alls to time() without a qualifying
variable refer to ConAn's lok. When the seond tik blok ompletes, ConAn's time has
advaned to 2. However, the MUT's time is only inremented when we all m.tik(). Hene,
the hek for time 0 before the all to m.tik() and time 1 after the all.
6.3 Testing a Readers-Writers monitor
To experiment further with ConAn, we applied it to the readers and writers problem [13℄,
whih is an abstration of the problem of separate proesses aessing a shared resoure (suh
as a le or database). A reader proess is only allowed to examine the ontent of the resoure,
while a writer an examine and update the ontent. The problem is to ensure aess to the
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begin_ase
goal_onditions C2 C5
begin_tik // T1
begin_thread awaiter
#exMonitor m.await(1); #end
#valueChek time() # 2 #end
end_thread
end_tik
begin_tik // T2
begin_thread tiker
#valueChek m.time() # 0 #end
#exMonitor m.tik(); #end
#valueChek m.time() # 1 #end
#valueChek time() # 2 #end
end_thread
end_tik
end_ase
Figure 8: A test sequene for the lok monitor
resoure so that multiple readers are allowed to examine the resoure at the same time, while
only one writer is allowed to update the resoure at a time. Moreover, no readers should be
allowed to examine the resoure while a writer is aessing it.
We tested a typial solution to the readers and writers problem, whih is a monitor with four
monitor proedures:
 startRead is alled by a reader that wants to start reading;
 endRead is alled by a reader that is nished reading;
 startWrite is alled by a writer that wants to start writing; and
 endWrite is alled by a writer that is nished writing.
Sine alls to endRead and endWrite should never suspend, only the alls to startRead and
startWrite have alls to wait in them. Similarly, only alls to endRead and endWrite have
alls to notifyAll in them.
Applying ConAn to the readers and writers problem proved relatively straightforward. We
reated 8 sequenes, with a total of 42 monitor alls, to test 15 onditions. The onstrution
of eah test sequene was straightforward, ompared with the non-trivial exerise of reating
one long sequene onsisting of 31 monitor alls [7℄. Using multiple shorter test sequenes
has greatly simplied the seletion of test ases to over the test onditions.
One minor problem that we enountered was with the non-determinism of waking up threads
in Java. When multiple threads are suspended and are waiting on the same monitor entry
ondition, Java does not speify the order in whih these suspended threads are woken up.
In fat, we found that this order is not the same for dierent platforms on whih we ran the
tests. To make the tests platform-independent, we hanged the test ases to hek for one of
two possible wake-up times in one thread and the other wake-up time for the seond thread.
To further evaluate ConAn, we used the same seven faulty mutant versions of the readers-
writers monitor implementation that were used in [7℄. In that paper, only three faulty mutants
were deteted. By implementing thread suspension handling and the new time funtion, we
were suessful in deteting all seven faulty mutants.
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7 Conlusion
The non-deterministi nature of onurrent programs means that onventional testing meth-
ods are inadequate. Deterministi exeution is a strategy that is ommonly used in the testing
of onurrent programs, and it is used here in a method for testing Java monitors.
The test method is derived from an existing method [1℄ that tests Conurrent Pasal monitors.
The method onsists of four steps: identifying preonditions, onstruting a sequene of alls,
implementing the sequene, and exeution and omparison. In earlier work [7℄, the method
was extended in the area of identifying preonditions that are more suitable for Java monitors
and in providing basi tool support.
In this paper, we provide further tool support through ConAn, whih automates the third
step in the method. In addition, we implemented a time funtion in the lok, to hek when
alls wake up, and provide the ability to detet liveness errors. We also improved the method
for monitor testing by using multiple shorter test sequenes, rather than one long sequene.
We disussed the appliation of ConAn to three monitors: Produer-Consumer, the ConAn
lok, and Readers-Writers. It has also been used for testing a monitor in a ommerial
distributed system [11℄.
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