Figure 1: A textured and displaced subdivision surface and three zooms of the same area (from left to right
Introduction
Catmull-Clark subdivision surfaces [CC78] have become a standard for representing highly detailed, smooth and free form shapes such as animated characters in films or computer games. To create a subdivision surface, artists construct a coarse base control mesh to approximate the desired shape. The base mesh is refined by applying a set of rules that depend only on the local topology of the mesh using a linear combination of vertices. Repeating this subdivision process generates a sequence of increasingly finer meshes that converge to a smooth limit surface. CatmullClark surfaces are C 2 everywhere except at a finite collection of extraordinary vertices (vertices with other than 4 incident edges) where the surface is C 1 . This process also naturally partitions the surface into patches that correspond to the image of a base control mesh face after repeated subdivision.
Until recently, subdivision surfaces have been used primarily for offline applications such as computer generated movies [DKT98] partially because the size and complexity of the refined meshes increase exponentially with the level 2
L. He, C. Loop, & S. Schaefer / Improving the Parameterization of Approximate Subdivision Surfaces
of subdivision. Recent GPU advances have given rise to the possibility of using subdivision surfaces for real-time applications. For example, DirectX 11 [DLO08] adds hardware support for tessellation of arbitrary parametric surfaces. Yet directly tessellating subdivision surfaces can be difficult [LSNCn09] since the extraordinary patches, patches containing one or more extraordinary vertices, are composed of an infinite set of polynomials [HKD93] .
Stam [Sta98] provides an exact evaluation technique that efficiently selects the correct polynomial to evaluate for a given point from the infinite set of polynomials using the eigen-decomposition of the local subdivision matrix. However, Loop [Loo10] has shown that exact evaluation can require up to an order of magnitude more floating point operations than evaluating an approximate subdivision surface. Therefore, many researchers have explored approximating subdivision surfaces by replacing extraordinary patches with a single polynomial patch [LS08, MYP8a, LSNCn09] or some small number of polynomial patches [YNM * 08, MNP8b]. These methods typically rely on creating geometrically smooth joins to the ordinary patches on the surface rather than the parametrically smooth joins that the underlying subdivision surface possesses (a necessary consequence of using only a finite number of polynomials). While this geometric continuity does not affect the approximation quality of the patching scheme, it will distort the parameterization of the underlying subdivision surface. When texture mapping is used with these approximate representations, the image on the surface is distorted by these artifacts leading to a poor approximation of the desired texture or displacement map on the surface. Figure 1 shows such an example for a subdivision surface with a texture/displacement map. The center zoomed image shows an approximate Catmull-Clark surface without reparameterization. The displaced bump in the upper left of the image is distorted and no longer circular. Moreover, the large green spot in the texture in the middle-right of the image is pulled so that it is no longer round. Therefore, we propose to reparameterize such approximate representations to better match the underlying subdivision surface parameterization. Given that the purpose of approximating subdivision surfaces is to perform fast GPU evaluation, any reparameterization must be fast to compute and evaluate. Also, like these approximate representations, we must also be able to handle extraordinary patches that may contain one or more extraordinary vertices.
Contributions
We provide a method for modifying the parameterization of approximating subdivision surfaces such that it conforms better to the original subdivision surfaces. In particular, we
• reparameterize the approximate subdivision surface at runtime using a method that is independent of the geometry of the surface and depends solely on the local topology of the control mesh
• provide a method that is fast to evaluate on the GPU, which consists of a single 4 × 4 matrix product and a single division
• create a simple method to handle patches with multiple extraordinary vertices that avoids combinatorial increases in complexity and storage
Related Work
Since little work has focused on texturing approximate subdivision surfaces, we separately review previous work on two facets: approximate subdivision surfaces and texture mapping.
Approximate Subdivision Surfaces. Many researchers have considered techniques for approximating CatmullClark subdivision surfaces with parametric patches that are more convenient and faster to evaluate than the underlying subdivision surface. Since ordinary patches on the subdivision surface consist of a single polynomial, all approaches retain these portions of the surface and focus on replacing extraordinary patches. Loop and Schaefer [LS08] design bicubic patches to approximate the subdivision surfaces, which were extended to creased subdivision surfaces by Kovacs et al. [KMDZ09] . For each quadrilateral face, they construct a geometry patch and a pair of tangent patches to respectively approximate its 3D shape and tangent fields. Myles et al. [MYP8a] uses a bi-degree 5 patch to approximate the faces containing one or more extraordinary vertices. Yeo [LSNCn09] investigated a method for approximating Catmull-Clark subdivision surfaces containing both quads and triangles with Gregory patches [Gre74] suitable for programmable hardware implementation. While our approach could be applied to any of these approximation methods, we concentrate here on the Gregory construction of [LSNCn09] .
Texture Mapping. When 2D textures are used, the key problem is to find a one-to-one mapping between the 3D surface and 2D texture domain that minimizes the inevitable metric distortion. This process is referred to as parameterization, which has received a lot of attention in recent decades; see [FH05, SPR06] for a comprehensive overview. Most approaches try to minimize an energy function to reduce the distortion measured by different kinds of metrics, such as angle distortion [HG00, LPRM02, KSS06, SSP08], stretch [SSGH01] , or a balance between angles and area [DMK03, LZX * 08, PTC10]. These parameterization approaches are mainly designed for polygon meshes. He et al. [HSH10] present a method of parameterizing subdivision surfaces by incorporating the inherent subdivision structure.
All of these parameterization approaches rely on decomposing the surface into a set of charts that must be pieced together. Moreover, if the topology of the surface is altered, the surface must be reparameterized. To combat these problems several authors have suggested storing texture information in 3D using an octree to avoid parameterization altogether [BCGB08, DGPR02] . Unfortunately, since the octree is separate from the surface representation, any geometric modification/deformation of the shape will require the octree to rebuilt and resampled. As an alternative, many researchers have advocated using the parameterization of the patches on the surface itself to store texture information [BL08, YKH10] . The advantage of this approach is that each patch is essentially given its own chart, which avoids the need to optimize the parameterization of large regions of the surface. Moreover, when the surface is modified, the texture information deforms with the surface. However, these methods rely on using the parameterization of the patches to store texture information.
Unlike most parameterization methods, our goal is not to create a parameterization that minimizes distortion. Instead, we attempt to modify the parameterization of an approximate subdivision surface such that its parameterization matches that of the original subdivision surface. We focus on per-face-texture mapping [BL08] for purposes of this paper.
In a related work, Boier-Martin et al [BMZ04] explored methods for reparameterizing subdivision surfaces to provide something more akin to a spline patch parameterization by inverting the characteristic map of the subdivision surface. The result is a geometry independent method for reparameterizing the subdivision surface. Our method also provides a geometry independent method for reparameterizing the surface. However, our technique is given two geometrically similar surfaces and reparameterizes one to match the parameterization of the other. We perform an offline optimization procedure to find a simple, computationally efficient reparameterization function that works well with the GPU and operate on surfaces containing multiple extraordinary vertices per patch.
Texturing Approximate Subdivision Surfaces
Per-face-texture mapping [BL08] relies on using the intrinsic parameterization of each patch to store texture information. This method can be viewed as assigning a single texture to each parametric patch p i (u, v) . The color associated with the point p i (u, v) is simply the texture sampled at (u, v). Therefore, to minimize texture distortion, we must minimize the difference between the parameterization of the subdivision surface and the approximate subdivision surface.
Even though the geometry of the subdivision surface and the approximate subdivision surface are visually similar, parametric distortion must exist due to the G 1 smoothness conditions from the approximate subdivision surface. Figure 8 (upper right) shows an example of equally spaced parameter lines in the u and v directions on the subdivision surface (blue) and the approximate subdivision surface (red). Subdivision surfaces are parametrically smooth, which causes parameter lines to be smooth across patch boundaries. The red lines from the approximate subdivision surface lie on a geometrically smooth surface, but contain kinks.
We minimize this distortion by defining a reparameterization function s i (u, v) : R 2 → R 2 . Given a patch p i (u, v) of the subdivision surface and the corresponding patch g i (u, v) of the approximate subdivision surface represented as a Gregory patch [Gre74] , we define our problem as finding a function s such that
for each patch of the surface subject to the constraint that s i (u, v) . Note that, although we visualize the reparameterized surface, the actual vertex locations in the Gregory surface are unchanged. We only modify the texture coordinates of the vertices and use s i (u, v) for the texture coordinate instead of (u, v). Note that the evaluation point (u, v) for the surface g i (u, v) is unchanged by
Since the approximate subdivision surface is identical to the subdivision surface over patches containing only ordinary vertices, Equation 1 is minimized with the identity transform s i (u, v) = (u, v) for these patches. However, this minimization is much more difficult for patches that contain one or more extraordinary vertices. Our goal is not simply to minimize this error, but to build a reparameterization function s i that is simple to construct and easy to evaluate on the GPU.
To that end, we represent s i (u, v) as a rational bicubic function with a 4x4 matrix of control points C where each control point has a parametric location (u, v) as well as a rational weight w. If we represent C as two matrices, Cuv and Cw, containing the parametric and rational components of each control point separately, we can represent s i (u, v) as
where B d (·) are degree d Bézier basis functions and * denotes the element-by-element product of two matrices.
While we could have picked some other representation of s i (u, v), we have found that this choice performs well in all of our examples. Moreover, this function is easily computed,
Figure 5: The various mappings used to create our reparameterization function s(u, v) are illustrated. The Gregory patch approximation g(u, v) of a characteristic map patch p(u, v), along with the resulting reparameterization g(s(u, v)).
because evaluating g i (u, v) already requires evaluating both B 3 (u) and B 3 (v). Therefore, evaluating s i (u, v) comes at very little additional cost (a 4 × 4 matrix-vector product, a dot product, and a division). We choose a rational bicubic rather than a non-rational bicubic as a reparameterization function not only for the additional degrees of freedom, but because rational functions fit the fractal scaling of the subdivision surface well along patch edges. Figure 4 shows the benefit of choosing rational bicubic reparameterizations over non-rational parameterizations.
Even though we have defined an explicit form for s i (u, v), minimizing Equation 1 is difficult due to the non-linear correspondence between g i (u, v) and p i (u, v) . Therefore, we discretize Equation 1 using a dense set of parametric points (u j , v j ) from p i and points (u k , v k ) from g i . For each point p i (u j , v j ), we find the closest point g i (u k( j) , v k( j) ). We then fit our reparameterization function s i by minimizing
where k( j) gives the index of the closest point (u k , v k ) to (u j , v j ) and d p j is the differential area of the point p i (u j , v j ).
We use a uniform grid of size 17 2 for (u j , v j ), a grid of size 5000 2 for (u k , v k ), and the area of the barycentric cells [MDSB03] for d p j .
Geometry Independence
While it is possible to evaluate and minimize Equation 2, this equation is dependent on the geometry of both the subdivision surface p i and the Gregory approximation g i . As the user changes the geometry, the correspondence between points may change. Unfortunately, computing the correspondence between surfaces and performing the nonlinear mini- Our solution is to create a reparameterization function that is independent of the geometry of the surface. To do so, we note that the rules that refine the subdivision surface are solely dependent on the topology of the surface. The limit of this subdivision process is related to the characteristic map [Rei95] of the subdivision scheme, which is only dependent on the topology of the surface (see Figure 3 for examples of characteristic maps). After repeated subdivision, an ε-neighborhood about an extraordinary point will approach an affine transformation of this characteristic map. Therefore, the characteristic map can provide a first order approximation of the subdivision surface and is independent of the embedding of the subdivision surface in R 3 .
Using this observation, our solution is to find correspondence using the characteristic map of the subdivision scheme instead of the actual 3D geometry of the surface. Therefore, for each vertex of a particular valence (number of edges incident on the vertex), we use the characteristic map as the control mesh for the subdivision scheme. This control mesh defines both the subdivision surface p i and its Gregory approximation g i and we compute our correspondence points using the patches in the one-ring of the central vertex. 2 domain is transformed to the Gregory approximation by the map g(u, v) (top) but does not resemble the subdivision surface p (u, v) . We use these two shapes to compute correspondence points to fit the reparameterization s(u, v). Applying s (u, v) warps the domain such that if we then apply g(u, v), we obtain a surface that matches the subdivision surface well as shown on the bottom of the figure.
We make the additional restriction that the 2 × 2 block of control points closest to each corner should only be a function of the valence of the corner vertex. While optimizing the positions of all 16 control points would generate a more accurate fit, our experiments show that adjusting just one quar- ter of the entries creates a close fit. This restriction allows us to easily handle multiple extraordinary vertices in Section 3.2. Since characteristic maps have only one extraordinary vertex all of the control points except for a 2 × 2 block of C are known because the identity map is the optimal solution for valence 4 vertices. Characteristic maps are also symmetric and requiring s i (u, v) to be a bijection contrains some of the coordinates for control points along the boundary. Therefore, we can write the control points C of s i as
Therefore, s i only contains 5 degrees of freedom corresponding to the parameters c n i , i = 0, 1, 2, 3, 4. We optimize the nonlinear function in Equation 2 with the constraint that the Jacobian is positive ∂si ∂u ∂si ∂v > 0 using the Levenberg-Marquardt algorithm [Lev44] . Table 1 gives the result of the optimization for various valences. Note that, because the optimization is only dependent on the local topology of the surface, only Table 1 is needed to construct the reparameterization function.
Multiple Extraordinary Vertices
While the construction in Section 3.1 can handle patches with one extraordinary vertex, our goal is to be able to operate on patches that contain any number (up to all four corners) extraordinary vertices. Moreover, we desire a simple reparameterization method that will avoid the potentially combinatorial increase in the number of topological cases depending on the valence of each vertex of a quadrilateral patch, which is quartic in the number of different valences.
We provide a simple solution where we replace the 2 × 2 block of control points in C corresponding to each vertex with the optimized solution from Table 1. Figure 6 shows an example of this process for a patch with valence 3, 4, 5, and 6 vertices. For each 2×2 block of control points (shown in different colors), we use the optimized results from Table 1 for that valence wherec = 1 − c. This technique yields a simple method for handling patches with arbitrary valence vertices using only a small table of precomputed numbers. While this approach is not optimal with respect to the minimization in Equation 2 for patches that contain multiple extraordinary vertices, the number of these cases is typically low in most surfaces. Even so, we have found that this solution works well in practice.
Results
We provide several examples of our technique in Figures 1,  8 , and 9 applied to the Gregory patch subdivision surface approximation [LSNCn09] . Figure 1 shows an example of a displaced subdivision surface with a texture map. Without reparameterization, the texture and displacement are stretched. Our reparameterization (right) removes this distortion creating a result almost identical to the original subdivision surface.
While Figure 1 provides a real-world example, the ability to perceive these differences is dependent on the data in the texture itself. For example, regions of constant color do not show distortion no matter how bad the parameterization is. Therefore, in Figure 8 we visualize the difference in the parameterization between the true subdivision surface and the Gregory approximation using a pointwise evaluation of Equation 1 shown as color where blue represents low error and red is high error. Before reparameterization, the error is high and concentrated around extraordinary vertices of the surface. After our reparameterization, the geometry of the surface is unchanged, but the parameterization error is substantially diminished. The right of the figure shows a close-up of patches containing a single extraordinary vertex of valence 5. The blue and red edges on the top are equally spaced parameter lines from the subdivision surface and original Gregory patches respectively. Ideally these lines would be identical, but differences exist especially along patch boundaries. These differences are necessary because subdivision surfaces are parametrically smooth, and hence have smooth parameter lines across patch boundaries, while Gregory patches only meet with geometric continuity, which generates only continuous parameter lines. The bottom of the image shows the same picture after reparameterization and the parameter lines are nearly identical even though our reparameterization is geometry independent. ure shows a patch containing a valence 3 and a valence 6 vertex that are face-adjacent, while the bottom shows a patch containing a valence 3 and a valence 5 vertex that are edgeadjacent. Before reparameterization, the difference between the parameterization of the two surfaces in each example is quite high, which can lead to significant distortion of the texture. After using our reparameterization function, the parameter lines are well-aligned. Compared with only patches containing only a single extraordinary vertex, the reparameterization is not as accurate, but still fits well. Figure 7 shows an extreme case of a single patch containing a valence 3, 5, 6 and 7 vertex. Even with every vertex an extraordinary vertex, our reparameterization matches the subdivision surface well.
Our method is efficient to compute in a DirectX 11 domain shader. Evaluating a Gregory patch relies on values of the Bernstein basis functions at a (hardware provided) u, v domain location. Since s i (u, v) is also represented in the Bernstein basis and is rational, evaluating the reparameterization function amounts to performing a multiply with the values of the basis functions (already computed) and dividing by the rational component, which is a single division. In our implementation, we represent the Gregory patch control points passed into the domain shader as a float3 pair, effectively a 6-tuple {x, y, z, u, v, w}, where x, y, z are position coordinates, and u, v, w are the corresponding rational control vertices of our reparameterization. For the 8 interior Gregory control points, we duplicate the reparameterization control vertices pairwise, to exactly reproduce our bicubic reparmeterization function.
Conclusion
Our method provides an inexpensive method for modifying the texture coordinates of an approximation subdivision surface to match that of the original subdivision surface, which reduces texture distortion when using per-face texture mapping approaches [BL08, YKH10] . Since our method is independent of the geometry of the surface, our reparameterization is both easy to compute and capable of handling animating surfaces in real-time. 
