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Rád bych na tomto místeˇ podeˇkoval všem, kterˇí mi s prací pomohli, protože bez jejich
podpory by tato práce nevznikla.
Abstrakt
Tato bakalárˇská práce se zabývá plagiátorstvím a softwarovým plagiátorstvím. Cílem
je pochopit, co tyto pojmy znamenají a obecneˇ se seznámit s jejich problematikou. Dal-
ším krokem je navrhnout a implementovat aplikaci, která by prˇedzpracovala zdrojové
kódy programu˚. Výstupem bude tokenizovaný nebo n-gramový dokument, který se po-
užije pro následnou detekci plagiátu. Aplikace bude pracovat se zdrojovými kódy v C# a
kromeˇ tokenizovaného výstupu bude mít navíc možnost tokenizovaný kód s druhými
porovnat. Posledním krokem bude tuto aplikaci otestovat na vybrané kolekci dat. V
tomto prˇípadeˇ se jedná o projekty studentu˚ VŠB a následneˇ se provede vyhodnocení.
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Abstract
This work deals with plagiarism and plagiarism software. The objective is to understand
what these terms mean and generally become familiar with this issue. The next step is to
design and implement an application that would preprocess source codes of programs.
The output will be tokenized or n-gram document, which is used for subsequent detec-
tion of plagiarism. The application will work with source code in C# and besides tok-
enized output will also have the opportunity tokenized code to compare with others.
The last step will be to test this application on the selected data collection. In this case it
is the student projects of VSB and then will be evaluation.
Keywords: Preprocessing, Comparison, Source code, Detection, Tokenization, Leven-
shtein, Ngram, Plagiarism, Plagiarism software, Visualization of results
Seznam použitých zkratek a symbolu˚
GST – Greedy String Tiling
RKR-GST – Running Karp-Rabin Greedy String Tiling
YAP – Yet another Plague
CˇSN – Cˇeská soustava norem
MOSS – Measure of Software Similarity
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51 Úvod
Plagiátorství je zpu˚sob, jak si usnadnit práci nebo se obohatit na cizí práci. Dopouští se
ho stále více lidí. V dnešní dobeˇ není problém si nechat zaplatit nebo naopak neˇkomu
zaplatit za vyhotovení práce. Plagiátorismu se ve výsledku dopouští jak osoba, která vy-
tvorˇila poptávku, tak i cˇloveˇk, který vyhotovil rˇešení. Za studentské plagiátorství a jeho
dokázání hrozí dotycˇnému disciplinární rˇízení a možné vyloucˇení ze školy. Prˇi usveˇdcˇení
a prokázání hrozí odebrání titulu.
Cílem práce je analýza, návrh a realizace aplikace pro prˇedzpracování zdrojových kódu˚
pro úcˇely detekce plagiátu˚. Výsledkem prˇedzpracování bude tokenizovaný dokument
použitelný pro neˇkterou z metod pro porovnání dokumentu˚. Aplikace bude, kromeˇ zmí-
neˇného výstupu, navíc disponovat možností porovnat tokenizované nebo prˇedzpraco-
vané kódy mezi sebou a zobrazit, jak moc jsi jsou podobné.
První kapitola odpovídá na otázku, co je to plagiátorství a popisuje blíže jeho rozdeˇlení
do prˇíslušných podkapitol.Druhá kapitola popisuje softwarové plagiátorství. Popis mo-
difikací kódu, kterými se snaží hrˇíšníci zamaskovat plagiátorství, metody pro prˇedzpra-
cování a pro analýzu podobnosti. Vizualizaci výsledku˚ a zmíneˇní se o již existujících
nástrojích pro detekci plagiátu˚. Trˇetí kapitola popisuje realizaci vlastní aplikace, prvotní
analýzu, návrh a implementaci, použité metody pro prˇedzpracování zdrojových kódu˚.
Použité technologie, ovládání aplikace a systémové požadavky pro bezproblémový beˇh
aplikace, trˇídní diagram pro prˇehled jednotlivých trˇíd, promeˇnných a metod používané
v aplikaci. Cˇtvrtá kapitola popisuje testování aplikace na kolekci zdrojových kódu˚. Po-
slední kapitola s názvem „Záveˇr“ popisuje dosažené výsledky a splneˇní podmínek za-
dané práce.
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2.1 Co je to plagiátorství
Odpoveˇd’ na otázku, co je to plagiátorství, si mu˚žeme zjednodušit tím, že si odpovíme
na otázku, co je to plagiát. Plagiát popisuje norma CˇSN ISO 5127-2003 jedná se o „prˇed-
stavení duševního díla jiného autora pu˚jcˇeného nebo napodobeného v celku nebo z cˇásti,
jako svého vlastního" [1]. Autor díla, které bylo oznacˇené za plagiát, se tedy dopustil
plagiátorství. Vydával cizí dílo za své, a to i prˇesto, že autorem nebyl on sám.
2.2 Druhy plagiátorství
V podkapitole druhy plagiátorství si prˇedstavíme nejrozšírˇeneˇjší a cˇasto používané formy
plagiátorství.
• Metoda "Ctrl+C"a "Ctrl+V"- bez uveˇdomeˇní autora díla je obsah prˇevzat a vydáván
za své vlastní dílo.
• Použité texty z více zdroju˚ zformulovat do samostatného díla, kdy obsah citací prˇe-
sahuje obsah vlastního textu. Použití urcˇité pasáže z cizího díla nebo ji i prˇedem
nedostatecˇneˇ, nebo špatneˇ parafrázovat bez uvedení zdroje prˇed vložením do své
práce.
• Špatneˇ použité citace, neuvedení všech autoru˚. Mu˚že se jednat naprˇ. o zapomenuté
vložení jednoho z autoru˚.
Prˇedstavili jsme si pár základních problému˚. Na straneˇ jedné se mu˚že jednat o úmyslné
kopírování a na straneˇ druhé se mu˚že jednat o chyby neúmyslné. V dalších podkapito-
lách si popíšeme podrobneˇji jednotlivé druhy a jak se jich mu˚žeme dopustit.
2.2.1 Co je to neúmyslné plagiátorství
Mohlo se stát, že prˇi uvádeˇní zdroju˚, autoru˚ se mohlo na jednoho z autoru˚ zapomenout.
Prˇi uvádeˇní citace je nutné dodržovat i její normu CˇSN ISO 690:2011 [2]. Mu˚že se tedy
stát, že uvedeme zdroj ve špatném formátu. Další možnost mu˚že byt nedostatecˇná nebo
špatneˇ provedená parafráze, když se pu˚vodní myšlenka rozchází s aktuálneˇ upravenou.
Následneˇ k tomu mu˚že být vynechán zdroj, odkud jsme cˇerpali. Jedná se tedy o chyby
zavineˇné nedbalostí, neznalostí a autor se jich dopustil prˇedevším neúmyslneˇ.
2.2.2 Co je to úmyslné plagiátorství
Osoba se veˇdomeˇ dopouští, anebo dopustila plagiátorství. Du˚vodem, procˇ se toho do-
pouští, mu˚že být naprˇ. jedna z možností uvedená v seznamu.
• Usnadneˇní si práce a tím ušetrˇení si cˇasu s vymýšlením vlastního rˇešení.
• Neschopnost realizovat, popsat vlastními slovy danou práci.
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• Lenost - okopíruje cizí dílo s vidinou ušetrˇení cˇasu prˇi jeho realizaci.
• Vytíženost - ví, že nestíhá a tedy okopíruje veˇtší cˇást práce s tím, že mu nezbývá
jiná možnost. Snaží se zachránit situaci.
V dnešní dobeˇ je velmi populární si obstarat už vyhotovenou práci. Nechat si práci vy-
pracovat spolužákem nebo skupinou, která se o tyto veˇci stará. Mu˚že se jednat o projekty,
úlohy nebo i dokonce seminární a bakalárˇské práce. Existují webové stránky, skupiny
lidí, které se specializují na tyto služby a nabízejí hotová rˇešení. Zarucˇují, že práce jsou
kvalitneˇ zpracované, že jsou ve veˇtšineˇ prˇípadu rychle vyhotovené a samozrˇejmeˇ za prˇi-
meˇrˇenou peneˇžní cˇástku ihned k dispozici.
2.2.3 Co je to kryptomnézie
Kryptomnézie se dopouští lidé prˇedevším neveˇdomeˇ [3]. Dochází k tomu, že cˇloveˇk se s
danou myšlenkou setkal v minulosti a nyní k ní prˇistupuje jako k vlastní. Pravdou však
zu˚stává to, že autorem dané myšlenky nebyla tatáž osoba. Tento problém lze z veˇtší cˇásti
vyrˇešit tak, že si prˇed samotnou prací udeˇláme neˇkde na disku složku nebo soubor, kde
odkazy na nalezená díla budeme ukládat. Následneˇ, pokud si nebudeme jistí, že daná
myšlenka už nezazneˇla v jiném díle, si danou myšlenku mu˚žeme i s danou informaci
zpeˇtneˇ dohledat. Pokud se však jedná o vzpomínky, myšlenky s kterými jsme se mohli
setkat prˇed neˇkolika lety, mu˚že se stát, že i zde vycházíme už z neˇjakého díla, ale dohle-
dání už je témeˇrˇ nemožné.
2.2.4 Co je to auto-plagiátorství
Jedná se o tzv. „auto-plagiátorství“ a nebo také „self-plagiátorství“. Plagiátorství, kte-
rému se mu˚že vystavovat neúmyslneˇ prˇímo autor díla. Dopouští se ho tím, že v kon-
krétní práci se odkazuje na práce z let minulých, bez potrˇebné reference na ní. Autor tak
mu˚že ukazovat na to, že daný problém má rˇešení a že už byl úspeˇšneˇ v minulosti vy-
rˇešen. Následný cˇtenárˇ pak mu˚že mít problém takové dílo dohledat, oveˇrˇit si ho. Autor
tedy odkazuje na drˇíveˇjší práci bez uvedení zdroje.
2.3 Prevence
Prevencí je nebrat plagiátorství na lehkou váhu, uvádeˇt korektneˇ zdroje a prˇi používání
citací dodržovat její normu. Prˇi parafrázování a prˇebírání cizích cˇásti textu˚ jednoznacˇneˇ
oznacˇit, kde zacˇíná a kde taky koncˇí daný text. Správneˇ oznacˇit a uvést do zdroju˚ autora
a odkud jsme cˇerpali (cˇlánek, literatura). Promyslet si doprˇedu o cˇem budeme psát a po-
psat to nejlépe vlastními slovy a citace používat jen v omezeném pocˇtu. Vyhotovené dílo
neskládat jen z textu cizích deˇl bez vlastního prˇicˇíneˇní. Citace používat jen v omezeném
pocˇtu.
82.4 Theses.cz
Theses je systém, který se stará o kontrolu studentských prací, hlavneˇ tedy bakalárˇských
a diplomových prací. Má na starost odhalovat plagiátory v rˇadách studentu˚. Tento sys-
tém vznikl na Masarykoveˇ univerziteˇ, kde je i nadále vyvíjen a vylepšován. Podílí se i na
dalších projektech, které jsou uvedeny v tomto seznamu.
• Odevzdej.cz - zameˇrˇuje se na plagiáty v seminárních prácích.
• Repozitar.cz - slouží jako repositárˇi veˇdeckých prací.
• PravyDiplom.cz - oveˇrˇování pravosti cˇísla diplomu.
Theses byl založen roku 2008. Aktuálneˇ se do projektu prˇipojilo 43 škol z celé CˇR, které
využívají tento systém [4]. Prˇispívají k tomu, aby se nestávalo jako v minulosti, že stu-
denti obhajovali už vyhotovené práce z let minulých.
93 Softwarové plagiátorství
3.1 Co je to softwarové plagiátorství
Definice 3.1 Softwarový plagiát je program, který byl vytvorˇen na základeˇ jiného programu po
provedení menšího pocˇtu úprav [5].
Je-li možné pomocí jednoduchých operací transformovat program na program jiný, jedná
se s veˇtší pravdeˇpodobností o kopii. Tento program by meˇl být dále prozkoumán a vy-
hodnocen, zda se jedná opravdu o kopii a tedy plagiát. Pro zjišteˇní, zda se jedná o plagiát,
je však nutno rozumeˇt danému programovacímu jazyku, jeho syntaxi. Na rˇadu zde prˇi-
cházejí aplikace, které zhodnotí, rozeberou zdrojové kódy teˇchto programu˚ a zobrazí, jak
moc si jsou kódy podobné. Na výstupu zobrazí hodnocení a naprˇ. zvýrazní podobné,
nebo stejné cˇásti kódu. Postup pro odhalení softwarového plagiátu˚ lze popsat v jednotli-
vých krocích:
1. Prˇedzpracování zdrojového kódu.
2. Použití metody, která porovnává míru podobnosti mezi dveˇma kódy.
3. Vizualizace výsledku˚ - Zobrazení výsledku˚, tak aby bylo na první pohled videˇt,
které kódy jsou si podobné a jak hodneˇ, naprˇ. v procentech.
3.2 Modifikace kódu
Modifikací zdrojového kódu rozumíme to, že kód byl upraven s úmyslem zamasko-
vat stopy plagiátorství. Jednotlivými úpravami zmeˇníme v nejjednodušších prˇípadech
vzhled a v složiteˇjších to mu˚že znamenat zmeˇneˇní struktury kódu. Mu˚že se jednat o prˇe-
jmenování názvu trˇíd, metod, promeˇnných bud’ jinými názvy nebo prˇekladem do jiného
jazyku. Další prˇípad mu˚že být vypoušteˇní nebo prˇidávání nadbytecˇných a nepoužíva-
ných metod, které se v kódu nikde nevolají a podobneˇ. Na zacˇátek si popíšeme, o jaké
úpravy kódu se mu˚že jednat.
1. Kód nebyl nijak upraven, jedná se o kopii originálu, což je patrné na první pohled.
2. Z kódu byly odstraneˇny, upraveny nebo naopak prˇidány nové komentárˇe. Byly
prˇidány prázdné rˇádky, tím se myslí, že na daných rˇádcích se nenachází žádná
slova nebo znaky. Potom se mu˚že jednat o prˇidání mezer tzv. „bílých znaku˚“, mezer
tabulátorem v pocˇtu veˇtším než jedna. V tom prˇípadeˇ osoba, která kód napsala, se
snaží vyvolat dojem, že se jedná o zcela jiný kód. Jedná se o úpravy, které meˇní
formát, vzhled kódu.
3. Prˇejmenování ru˚zných názvu˚ promeˇnných nebo názvu˚ metod, identifikátoru˚. Mu˚že
se využít naprˇ. anglických názvu˚ metod, promeˇnných a prˇeložit je do cˇeštiny a zmeˇ-
nit tím znatelneˇ obsah kódu. To vše stále bez znalosti programovacího jazyka.
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4. Zmeˇny provedené úpravou porˇadí rˇádku˚ nebo posloupností metod v kódu. První
se vloží metoda „B“ namísto metody „A“ a metoda „C“, která se nacházela na
konci, se vloží na zacˇátek. Promeˇnné, které se deklarovaly v metodeˇ se vloží na
zacˇátek a budou se deklarovat jako globální. Mu˚že se zmeˇnit obsah metody, kdy v
dané metodeˇ, pokud je to možné zprˇehází se rˇádky. Místo prˇístupu public se budou
používat private, protected, samozrˇejmeˇ jen tam, kde to lze. Místo datového typu
int použít float nebo double a tím prˇetypovávat na jiné datové typy. Pro prˇedstavu
je prˇipravena ukázka, jak by se kódy mohly lišit:
public class Program
{
public static void Print ()
{
int number1 = 3;
int number2 = 5;
string str1 = "a = ";
string str2 = " \nb = ";
Console.WriteLine(str1 + number1 + str2 + number2);
}






Výpis 1: Program v jazyce C# - pu˚vodní kód
class Program
{





private static void Tiskni ()
{
string retezec1 = "a = ";
float cislo2 = 5;
string retezec2 = " \nb = ";
float cislo1 = 3;
Console.WriteLine(retezec1 + cislo1 + retezec2 + cislo2) ;
}
}
Výpis 2: Program v jazyce C# - upravený kód
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5. Zmeˇna cyklu: naprˇ. vymeˇníme while cyklus za do while nebo cyklus for. Mohou
se rˇešit dílcˇí operace v jednotlivých metodách namísto jedné metody, která by ob-
sahovala všechny operace. Pro každou složiteˇjší operaci vytvorˇit novou metodu,
která by danou operaci provádeˇla a v cˇásti, kde se operace nachází, ji nahradíme
voláním metody. Jde nám tedy o to, abychom nahradili cˇást kódu za noveˇ vytvo-
rˇenou metodu, která by se volala na místeˇ, kde drˇív daná metoda byla. Zde je už
nutné mít alesponˇ základní programátorské znalosti.
6. Prˇi rˇešení funkce mu˚žeme zmeˇnit styl rˇešení, ale zachovat její funkcionalitu. Mu˚-
žeme v trˇídeˇ vytvorˇit další metodu s dveˇma parametry vracející výsledek a volat ji
prˇi stisknutí tlacˇítka. V neposlední rˇadeˇ se vytvorˇí další trˇída, která by vykonávala
jen tuto operaci. Další možnost je založit nový projekt s názvem cˇíselné operace.
Podobných možností a zpu˚sobu˚, jak rˇešit zadanou úlohu, problematiku, je mnoho.
7. Z kódu se odstraní nepotrˇebné cˇásti, poprˇípadeˇ si je nadeklarujeme jinde ve vy-
tvorˇeném projektu. Do kódu jsou prˇidávany nadbytecˇné cˇasti, které nejsou v kódu
nijak dosažitelné. Jedná se o metody, které nejsou v programu volány, používány.
Tento druh úprav lze v kódu už jen teˇžko dohledat. Kód mohl být zmeˇneˇn k ne-
poznání, je pouhým okem nerozpoznatelný od pu˚vodního kódu, a to i dokonce ve
veˇtšineˇ prˇípadu˚ i detekcˇních programu˚. Z teˇchto úprav vyplývá, že daná osoba je
programátorem a ví, jak kód upravit. Meˇní obsah, strukturu, ale to co má program
udeˇlat, udeˇlá velice podobným zpu˚sobem. Mu˚že se jednat o prˇepsání kódu, naprˇ.
z jazyku Java do C#, prˇípadneˇ jiného.
3.3 Metody pro prˇedzpracování kódu
3.3.1 Prˇedzpracování
Prˇedzpracování je proces, kterým kód upravujeme, zjednodušujeme a odstranˇujeme z neˇj
nepotrˇebné a nedu˚ležité cˇásti, které neovlivní v žádném prˇípadeˇ jeho pu˚vodní význam.
Nejedná se o úpravy, které by meˇly za výsledek zmeˇnu chodu programu. Díky úpravám
mu˚žeme kód lépe a efektivneˇji porovnávat s jinými kódy za prˇedpokladu, že byl kód
menším pocˇtem úprav pozmeˇnen. Druhá výhoda je ta, že kód po prˇedzpracování bude
následneˇ prˇi porovnávání rychleji zpracováván. Pro prˇedstavu uvádíme možné úpravy,
kterými se dá kód upravit:
• Odstraneˇní prázdných míst, mezer mezi slovy, avšak výhodneˇjší je tyto mezery od-
stranit jen tam, kde jich je více než jedna vedle sebe. Prázdné místo tedy odstraníme
jen pokud je pocˇet mezer >1. Za mezeru považujeme i vytvorˇenou mezeru tabulá-
torem.
• Odstraneˇní prázdných rˇádku˚, které neobsahují žádný kód. V urcˇitých prˇípadech se
odstranˇuje i rˇádkování. Tento zpu˚sob by byl výhodný, pokud bychom už dále kód
nemeˇli v plánu upravovat a chteˇli mít výstupný kód na jednom rˇádku.
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• Odstraneˇní prˇebytecˇných cˇástí z kódu, které nejsou pro porovnávání du˚ležité. Mu˚-
žeme ignorovat neˇkteré znaky nebo posloupnost znaku˚ o kterých víme, že prˇi po-
rovnávání nevyužijeme.
• Odstraneˇní nebo úprava komentárˇu˚. Na jedné straneˇ se nejedná prˇímo o progra-
movou cˇást kódu, ale neˇkteré detekcˇní programy je prˇesto využívají prˇi detekci
plagiátu˚. Pokud tedy komentárˇe neodstraníme, je nutné je upravit: odstranit me-
zery, prˇevést všechny znaky na malé, odstranit diakritiku atd.
• Prˇevést všechny znaky na malé. Du˚vod mu˚že být naprˇ. zamezit prˇehlížení stej-
ných názvu˚, kdy jednou se metoda mu˚že jmenovat jako „NacˇtiSoubor“ a v dalších
prˇípadech „nacˇtisoubor, Nacˇtisoubor, nacˇtiSoubor“. Ve výsledku tedy získame prˇi
porovnávání jen jedinou možnou variantu „nacˇtisoubor“.
• Odstraneˇní rˇádku˚, které zacˇínají znakem #, oznacˇují pre-procesorové direktivy, za
znakem # je název direktivy. Direktivy jsou v programovacím jazyku zpracovávany
programovacím jazykem, kompilátorem.
• Odstraneˇní rˇádku˚, které slouží k snadneˇjšímu prˇístupu k jinak neprˇístupnám me-
todám. V programovacím jazyku C# by to bylo naprˇ. direktiva „using System.IO;“.
Using nám umožnˇuje prˇístup k urcˇitému prostoru jmen. Pro prˇedstavu uvádíme








Tabulka 1: Ukázka výhod použití direktivy v jazyku C#
Na první pohled v tabulce 1 si lze všimnout rozdílu v délce prˇíkazu. Pokud tedy
nevyužijeme direktivy using, museli bychom opakovaneˇ prˇi každém prˇístupu
vypisovat její cestu.
• Prˇepsání obsahu rˇeteˇzcu˚ za jeden znak, který ho bude reprezentovat.
• Prˇepsání jednotlivých znaku˚ ( „char a = ’a’; “ na „char a = ’;“ ) a podobneˇ.
• Prˇevedení všech cˇísel na nulu.
• Nahrazení volání metod jejím obsahem: „teˇlem“. Zamezí se tomu, že osoba, která
kód upravila, mohla zmeˇnit posloupnost metod. Další možností je otestování, jestli
se metody vyskytované v zdrojovém kódu volají a pokud ne, tak je z kódu odstra-
nit.
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Po provedení uvedených úprav mu˚žeme na takto upravený kód použít jednu z metod
pro porovnávání podobnosti. Prˇi porovnávání máme pak veˇtší šanci na odhalení plagi-
átu, avšak je nutné vybrat metodu, u které víme, že má nejlepší možné výsledky. Pro
pochopení procesu prˇedzpracování jsem prˇipravil na ukázku kód, který není prˇedzpra-








private static void meTodaA(int N, char type) // metoda vypisujici hodnoty od 1 do N
{
for
( int i = 1; i <= N; i++)
{
if (type == ’S’ && i % 2 == 0) // cisla jsou suda
Console.WriteLine(i);
else if (type == ’L’ && i % 2 != 0) // cisla jsou licha
Console.WriteLine(i);




// hlavni metoda, ktera se stara o nacteni znaku z konzole a zobrazeni vysledku
private static void Main(string[] args)
{
Console.WriteLine("Pro vypis sudych cisel zadejte − ’S’, pro liche − ’L’");
char type = Convert.ToChar(Console.ReadLine()); // pouze char ’L’, ’S’
bude bran v potaz
Console.Clear();
Console.WriteLine("Zadejte cislo, ktere bude reprezentovat maximalni hodnotu:");
int maximum = Convert.ToInt32(Console.ReadLine());
Console.Clear();
#pragma warning disable
if (type != ’S’ &&
type != ’L ’)
type = ’−’;
#pragma warning restore













private static void metodaa(int n, char type)
{
for
( int i =0;i <= n; i++)
{
if (type == ’ && i % 0 == 0)
console.writeline ( i ) ;
else if (type == ’ && i % 0 != 0)
console.writeline ( i ) ;
else if (type != ’ && type != ’)
console.writeline ( i ) ;
}
}








if (type != ’ &&
type != ’)
type = ’;
string rsltr = " + maximum + " + type;










Výpis 4: Program v jazyce C# - kód po prˇedzpracování
3.3.2 N-gramy
Definice 3.2 "N-gram je definován jako sled n po sobeˇ jdoucích položek z dané posloupnosti."[6].
N-gram mu˚že být sekvencí slov nebo písmen. Využití má jak v normálním textu, tak i
pro zdrojový kód. U n-gramu˚, které se používají u zdrojového kódu je výhodné používat
posloupnost slov. Na zdrojový kód se pak nenahlíží jako na celek, ale rozdeˇlí se na tzv.
n-gramy skládající se ze slov. Když si tedy vezmeme dva prˇedprˇipravené soubory v n-
gram podobeˇ, mu˚žeme je porovnat, jak moc jsou si podobné. Zda jsou n-gramy obsažené
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v prvním souboru obsažené i v druhém a v jakém pocˇtu. Na základeˇ této podobnosti jsme
pak schopni se rozhodnout, zda jsou si dva soubory podobné. Prˇi vytvárˇení n-gramu˚ je
potrˇeba dosadit za n cˇíslo, která urcˇuje jeho délku.
• n = 1 se nazývá „unigram“
• n = 2 se nazývá „bigram“
• n = 3 se nazývá „trigram“
• n > 4 se nazývá „cˇtyrˇ-gram“, „peˇti-gram“, atd.
Je tedy nutné vybrat tu nejlepší možnou variantu. Mu˚žeme se rozhnodnout na základeˇ
testování, porovnávání výsledku˚ u vytvorˇených n-gramu˚. Naprˇ. prˇi délce n<3 bude do-
cházet k vyhledávání prˇíliš mnoha stejných dvojic, ale s veˇtší pravdeˇpodobností falešné
detekce, anebo n>5, kdy prˇi porovnání mu˚že zase docházet k prˇehlížení menších dvojic a
plagiát nemusí být detekován. Vytvorˇením n-gramu˚ slouží k eliminaci základních prak-
tik, které slouží k zamaskování plagiátu. Bereme tedy v potaz, že kód mohl být upraven
tak, aby se snížila míra odhalení. Zmeˇní se tedy cˇást kódu nebo se zmeˇní posloupnost
kódu. N-gramy se snaží tento problém rˇešit, místo porovnáváni zdrojového kódu jako
jeden velký rˇeteˇzec jej rozdeˇlí do menších cˇástí. Mu˚žeme zjistit pocˇet opakování naleze-
ných shod mezi dveˇma porovnávanými soubory.
3.3.3 Tokenizace
Na úvod si rˇekneme, co se skrývá pod slovem token. Token je rˇeteˇzec délky jednoho nebo
více znaku˚, kterým nahrazujem pu˚vodní slovo, znak.Tokenizace znacˇí proces, který cˇást
kódu nebo slova prˇevede na tokeny. Tokenizace slouží k zjednodušení, k zobecneˇní ur-
cˇitých cˇástí kódu, které se cˇasto opakují. Prˇi tokenizaci zdrojového kódu je nutné znát
jeho sémantiku, charakteristiku programovacího jazyka proto, aby se dokázal daný zdro-
jový kód co nejlépe zoptimalizovat, zjednodušit. Díky teˇmto úpravám mu˚žeme následneˇ
porovnávat shodu mezi soubory s veˇtší pravdeˇpodobností odhalení plagiátu. Využívají
je naprˇ. aplikace Yap3, Plague, JPlag zmíneˇné v kapitole 3.6. Zameˇrˇují se na porovná-
váni zdrojového kódu mezi soubory. Každé slovo a znak je zameˇneˇn za token reprezen-
tující jejich sémantický význam. Tyto skupiny tokenu˚ jsou následneˇ používané v post-
processingu „post-zpracování“ tokenu bud’ parserem (analyzátorem) nebo jinou funkcí
v programu. Prˇi tokenizaci je výhodné serˇazovat tokeny do jednotlivých skupin, naprˇ.
interpunkcí, funkcí, parametru˚. Prˇipravil jsem v tabulce 2 seznam, pár prˇíkladu˚ jak pro-
bíhá tokenizace na jednotlivých slovech, znacích daného programovacího jazyka. Mu˚že
se jednat o slovo a nebo prˇímo znak, který je následneˇ nahrazen obecneˇjší formou. Po-
kud se však jedná o specifické slovo, znak se opatrˇí bloky „[]“, které obsahují uvnitrˇ daný
text.
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Prˇed tokenizaci Po tokenizaci







private void RenameFunc() [ACCESSIBILITY][VOID][FUNC]
int a = 5; [VALUE_TYPE][IDT][ASSIGMENT][NUMBER]
Tabulka 2: Ukázka tokenizace
Zobrazená tokenizace slouží pouze jako ukázka možného rˇešení tokenizace. Nyní si
prˇedvedeme ukázku tokenizace na kódu 5.






static void Main(string[] args)
{
/∗ local variable definition ∗/
int a = 10;
/∗ while loop execution ∗/
while (a < 20)
{







Výpis 5: Program v jazyce C# - kód prˇed prˇedzpracováním









3.4 Metody pro analýzu podobnosti
3.4.1 Porovnávání rˇet’eˇzcu˚
Prˇi porovnávání rˇeteˇzcu˚ se zdrojový kód bere jako celek. Prˇed samotným porovnává-
ním se provede prˇedzpracování, kdy se kód prˇevede do cˇitelneˇjší, prˇehledneˇjší podoby.
Prˇedzpracování, bylo popsáno v podkapitole 3.3.1. Prˇi porovnávání rˇeteˇzcu˚ se vybere
algoritmus, který vyhledává podobné podrˇeteˇzce. Pokud kód prˇesáhne urcˇitou míru po-
dobnosti, je kód považován za podobný. Jedná se o nejjednodušší metodu pro porovná-
vání rˇeteˇzcu˚, ale na porovnání podobnosti mezi zdrojovými kódy se nehodí. Plagiátorˇi
mohli zdrojový kód upravit, zmeˇnit pojmenování parametru˚, názvy metod, prˇidat kód
navíc nebo ho i zkrátit. Následné vyhodnocení podobnosti pak ztrácí smysl. Avšak pro
výpocˇet míry podobnosti mezi dveˇma rˇeteˇzci lze použít naprˇ. algoritmy [7], kde za x, y
dosadíme rˇeteˇzce, které chceme mezi sebou porovnat.














Porovnávání tokenu˚ pracuje na podobném principu, jako tomu bylo u porovnávání rˇe-
teˇzcu˚, viz kapitola 3.4.1. U porovnávání tokenu˚ ale kromeˇ úprav, kterým se rˇíká prˇedzpra-
cování, se kód prˇevádí na tzv. tokeny. Prˇevádeˇní kódu na tokeny se nazývá tokenizace,
viz kapitola 3.3.3. Po tokenizaci máme tedy kód upravený tak, že dokážeme detekovat
plagiát, i když byly ucˇineˇny kroky pro jeho zamaskování. V dalším kroku se provede
podobný algoritmus, který byl použit u porovnávání podrˇeteˇzcu˚ s tím rozdílem, že se
vyhledají podobné posloupnosti tokenu˚. Na konci se vyhodnotí míra podobnosti mezi
porovnávanými kódy.
3.4.3 Greedy String Tiling
Greedy String Tiling (GST) byl vytvorˇen roku 1993. Autor algoritmu je Michael J. Wise.
Veškeré informace o tomto algoritmu si lze prˇecˇíst v dokumentu [8]. Algoritmus využí-
vají v dnešní dobeˇ naprˇ. aplikace na detekci plagiátu˚ SIDPLAG, YAP zmíneˇné v podkapi-
tole Existující nástroje 3.6. Jedná se o algoritmus, který provádí porovnávání mezi dveˇma
rˇeteˇzci. Porovnává shodu mezi rˇeteˇzci a mu˚že být použit i pro porovnávání zdrojových
kódu˚. Využívá tokenizaci pro prˇevedení kódu do obecneˇjší podoby. Algoritmus porov-
nává nejdelší možnou podobnost rˇeteˇzcu˚, tokenu˚ mezi naprˇ. originálem a kontrolova-
ným kódem. Zjišt’uje do jaké míry jsou si dva rˇeteˇzce podobné na základeˇ porovnávání
spolecˇných posloupností podrˇeteˇzcu˚. Pokud dojde ke shodeˇ tokenu˚ mezi porovnávaným
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kódem a originálem, takto shodný kód se už dále nebude porovnávat. Existuje zde pra-
vidlo, že se mu˚že s rˇeteˇzcem, který se shoduje s jiným rˇeteˇzcem, pracovat jen jednou a
prˇejde se na další, aby se prˇedešlo zacyklení. Prˇi porovnávání se nehledí na porˇadí rˇádku˚,
tím se prˇedejde prˇípadu, kdy programátor zmeˇní porˇadí, aby znesnadnil jeho odhalení.
Prˇi odkazování na dva rˇeteˇzce, kratší z nich bude oznacˇen jako vzor, zatímco delší bude
oznacˇen jako textový rˇeteˇzec. Cˇasová složitost algoritmu je O(n3). Pro zobrazení podob-
nosti mezi porovnávanými kódy si oznacˇíme první rˇeteˇzec jako A a druhý B. Dále se
zde nachází „tiles“ oznacˇující množinu a „match“ list obsahující shody potvrzené v rˇe-
teˇzci. Další parametr je „length“ oznacˇující délku shody, dále „a“ urcˇující pozici v rˇeteˇzci
„A“ a pozici „b“ v rˇeteˇzci „B“. Následneˇ mu˚žeme spocˇítat míru podobnosti mezi teˇmito






match(a, b, length) ∈ tiles
Výsledkem bude výsledná míra podobnosti mezi teˇmito dveˇma rˇeteˇzci.
3.4.4 Running Karp-Rabin Greedy String Tiling
Running Karp-Rabin Greedy String Tiling (RKR-GST) je rozšírˇením algoritmu GST o
Running Karp Rabin algoritmus. Karp-Rabin byl vytvorˇen roku 1987 a autory jsou Ri-
chard. M. Karp a Michael. O. Rabin. Jako jeho prˇedchu˚dce GST byl algoritmus vytvorˇen
pro vyhledávání podrˇeteˇzcu˚. Podrobneˇjší popis algoritmu se nachází v [8].
3.4.5 Levenshteinova vzdálenost
Jedná se o algoritmus, který porovnává dva rˇeteˇzce [9]. Pro usnadneˇní si oznacˇíme rˇe-
teˇzce písmeny A a B. Pomocí Levenshteinova algoritmu se vypocˇítá, kolik úprav je po-
trˇeba provést, aby mohl být rˇeteˇzec A prˇetransformován na rˇeteˇzec B. Mezi tyto operace
patrˇí prˇidání „Insertion“, odebrání „Deletion“ nebo použití substituce „Substitution“
na každém znaku v daném rˇeteˇzci. Algoritmus dostal jméno po jeho autorovi Vladimíru
Levenshteinovi, který definoval tuto vzdálenost roku 1965. Levnshteinovu vzdálenost
vypocˇítáme podle:
Obrázek 1: Výpocˇet Levenshteinovy vzdálenosti
Levenshteinovu vzdálenost se vyplatí používat na porovnávání kratších rˇeteˇzcu˚. Prˇi
pocˇítání vzdálenosti u veˇtších rˇeteˇzcu˚ se potýká algoritmus s náru˚stem výpocˇetního vý-
konu a tedy se doporucˇuje používat na menší rˇeteˇzce. Je to z toho du˚vodu, že je potrˇeba
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projít dva rˇeteˇzce, kde se délka prvního plus délka druhého použije k sestrojení pole. Pole
mu˚že následneˇ nabývat obrovské velikosti. Následná práce s daným polem a daty, které
obsahuje mu˚že mít za následek zpomalení a tedy prodloužení doby výpocˇtu vzdálenosti.
Prˇíklad 3.1
Pro ukázku jak se rˇeší dva rˇeteˇzce pomocí Levenshteinovy metody si uvedeme prˇíklad.
A = ”Dneskajehezky.”B = ”Dnesbylohezky.”
Jak algoritmus rˇeteˇzce zpracuje si zobrazíme na obrázku 2.
Obrázek 2: Ukázka Levenshteinovy vzdálenosti
Výsledek se tedy rovná peˇti. Pro výpocˇet podobnosti použijeme Jaccardovu1 vzdá-
lenost. Za parametry „A, B“ dosadíme jednotlivé rˇeteˇzce a „LD“ nám vrátí výslednou
Levenshteinovou vzdálenost.




Po dosazení do vzorce dostaneme.
sim(Dneskajehezky.,Dnesbylohezky.) = 1− LD(Dneskajehezky.,Dnesbylohezky.)
max(|Dneskajehezky.|, |Dnesbylohezky.|)





Winnowing algoritmus patrˇí do skupiny, která porovnává dva rˇeteˇzce na principu vyhle-
dávání spolecˇných podrˇeteˇzcu˚. Podrˇeteˇzce jsou prˇevedeny do hash podoby. Winnowing
pracuje s otisky K-gramu˚, které reprezentují pu˚vodní dokument. Rozdeˇluje dokument na
podrˇeteˇzce, které jsou prˇevedeny do hash podoby. Podrˇeteˇzec musí splnˇovat dveˇ vlast-
nosti, aby mohl být vybrán.
1. Detekuje spolecˇné podrˇeteˇzec, pokud je délka podrˇeteˇzce alesponˇ stejneˇ velká jako
hodnota t.
2. Nedetekuje spolecˇné podrˇeteˇzce, které jsou kratší, než hodnota k.
Hodnotu t a k prˇirˇazuje uživatel. Podmínkou je, že vždy platí.
k ≤ t
Vyhýbáme se vybírání spolecˇných podrˇeteˇzcu˚, u kterých nejsou splneˇné podmínky uve-
dené v prˇedchozích bodech. Cˇím vyšší je k, tím jisteˇjší si mu˚žeme být, že shoda mezi
dokumenty není náhodou. Avšak cˇím vyšší hodnota k, tím menší šance u prˇedem upra-
veného dokumentu k odhalení. Je tedy nutné vybrat takovou délku „k“ abychom se
tomuto problému vyhnuli. V krátkosti si popíšeme jak tento algoritmus funguje:
1. Nacˇtení rˇeteˇzce obsahujícího text.
2. Provést prˇedzpracování, mu˚že se jednat o odstraneˇní nadbytecˇných mezer, prˇeve-
dení všech znaku˚ v rˇeteˇzci na malé a podobneˇ.
3. Prˇevedení obsahu rˇeteˇzce na k-gramy.
4. Prˇevedení obsahu rˇeteˇzce do hash podoby popsané v dokumentu [10].
5. Usporˇádání hash hodnot do úseku˚ délky w.
w = t− k + 1
Za úsek se považují okna „windows“.
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6. Vybírání otisku˚ - v každém okneˇ se vybere minimální hodnota hashe. Pokud exis-
tuje více jak jeden hash s minimální hodnotou, vybere se hodnota nacházející se
v poli nejvíce vpravo. Následneˇ se uloží hodnoty všech hashu˚ jako otisk daného
dokumentu.
Informace o tomto algoritmu jsem cˇerpal z dokumentu Local Algorithms for Document
Fingerprinting [10]. Nachází se zde detailneˇjší popis algoritmu.
3.5 Vizualizace výsledku˚
Vizualizace slouží k zobrazení výsledku˚ naprˇ. po testování podobnosti mezi soubory. Vý-
sledky zobrazuje tak, aby je bylo jednoduché pochopit. Je nutné odlišit prˇípady, kde jsou
si porovnávané soubory mezi sebou podobné s jinými od teˇch, které podobné nejsou. Na
ty, které jsou si výrazneˇ podobné se následneˇ zameˇrˇí osoba, která kontrolu nad danými
soubory provádeˇla. Daná osoba rozhodne, zda se jedná, anebo nejedná o plagiát. Máme
na vybranou, jak výsledek kontrolorovi reprezentovat. Pro prˇedstavu jsem v seznamu
vypsal dva možné zpu˚soby:
• Zobrazit výsledky v seznamu.
• Zobrazit výsledky pomocí histogramu.
3.5.1 Zobrazení výsledku˚ v seznamu
Index Název souboru Datum poslední úpravy Podobnost % Podrobnosti
0 Soubor1 1.1.2001 0...100 Zobrazit
1 Soubor2 1.2.2001 0...100 Zobrazit
Tabulka 3: Vizualizace výsledku˚ v seznamu
Zobrazení mu˚že být provedeno zpu˚sobem uvedeným v tabulce 3. Jedná se o metodu
zobrazení v seznamu. První kolonka by se nazývala Index, která nám bude zobrazovat,
v jakém porˇadí byly soubory nahrány. Druhá nám zobrazuje název souboru nebo pro-
jektu. Trˇetí nám ukazuje, kdy byl daný soubor naposledy upraven. Další sloupec se jme-
nuje podobnost. U podobnosti si mu˚žeme urcˇit, jak by se hodnotily jednotlivé prˇípady
podobnosti. Každá skupina by meˇla prˇirˇazenou barvu, aby byla na první pohled lehce
odlišitelná od ostatních.
• 0-25% (šedá barva)
Kód se nepodobá porovnávanému vzorku.
• 25-45% (zelená barva)
Kód se zacˇíná podobat porovnávanému vzorku, ale stále se nemusí jednat o
plagiát.
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• 45-80% (oranžová barva)
Kód se už stává podezrˇelý, je nutné prozkoumat jeho obsah.
• 80-100% (cˇervená barva)
V posledním prˇípadeˇ, pokud nestala chyba prˇí porovnáváni, jedná se o plagiát.
V posledním sloupci se nachází Podrobnosti. Po kliknutí na "Zobrazit"se otevrˇe možnost
zobrazení podrobného výpisu. Mohlo by se jednat o zobrazení, kdy na levé straneˇ by
byl originál a na pravé straneˇ kontrolovaný soubor. Shodné cˇásti kódu by byly vyzna-
cˇeny. Výsledky daných souboru˚ by se na základeˇ % shody serˇadily vzestupneˇ. Je nutné
podotknout, že pokud program zobrazí, že se soubor podobá jinému, je na kontrolorovi
rozhodnout, zda se jedná o plagiát.
3.5.2 Zobrazení výsledku˚ pomocí histogramu
Dalším prˇíkladem vizualizace je histogram, kde výška sloupcu˚ znázornˇuje procentuální
shodu, maximální hodnota znacˇí sto procent a pocˇet sloupcu˚ urcˇuje pocˇet testovaných
souboru˚. Poprˇípadeˇ mu˚žeme použít obycˇejný XY graf, který by meˇl na ose X soubory
a na ose Y míru podobnosti s originálem. Pro pochopení prˇikládám obrázek 3, jak by
histogram meˇl vypadat v prˇípadeˇ použití u vizualizace výsledku˚ porovnávaní.
Obrázek 3: Ukázka Histogramu
3.6 Existující nástroje
V této podkapitole se zameˇrˇím na známé nástroje, které dokáží v zdrojových kódech zjis-
tit, zda se jedná o plagiát. Snažil jsem se strucˇneˇ popsat a ujasnit, jak nástroje kód zpracují,
jaké detekcˇní metody používají, kdy vznikly a které programovací jazyky podporují.
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• JPlag
Jplag2 program byl vytvorˇen jako studentský projekt už roku 1996. Autorem byl
G. Malphol. Podporuje jazyky Java, C, C++, C#. Zdrojový kód se na zacˇátku to-
kenizuje. Následneˇ se pomocí upravené metody GST provádí porovnávání dvou
rˇeteˇzcu˚.
• MOSS
MOSS3 je ve vývoji už od roku 1994. Autorem je Alex Aiken. Podporuje širokou
škálu programovacích jazyku˚. Pro prˇedstavu zmíním C, C++, Java, Javascript, Vi-
sual basic, C#, Pascal, Python, Perl, atd. Pro porovnávání podobnosti kódu se pou-
žívá winnowing.
• Sherlock
Sherlock vytvorˇen roku 1994. Autor programu byl pu˚vodneˇ Rob Pike. Program se
skládal ze dvou cˇástí sig a comp. Sig se staral o vygenerování signatury a ukládal je
do souboru. Comp se staral o následné porovnávání signatur mezi soubory a hlásil,
zobrazoval míru podobnosti. Po spojení dvou nástroju˚ vznikl Sherlock4. Program
se prˇi vzniku hlavneˇ zameˇrˇoval na porovnávání Java kódu˚ a normálního textu.
• SIDPlag
SIDPlag5 podporuje programovací jazyky C++ a Java. Zdrojový kód se na zacˇátku,
prˇed porovnáváním tokenizuje. Pro porovnávání používá algoritmus Greedy String
Tiling.
• YAP
YAP6 prˇevádí zdrojový kód na posloupnost tokenu˚. Pro porovnávání používá RKR-
GST. Obsahuje tokenizátor pro programovací jazyky C, Pascal a LISP. První zmínky
o programu jsou z roku 1992.
Na záveˇr bych zmínil, že výsledné rozhodnutí zda se jedná o plagiát, záleží na osobeˇ,
která kontrolu provádeˇla. Je nutné si uveˇdomit, že prˇi zadaném tématu, které je pro velké









Cílem aplikace je prˇedzpracovat zdrojové kódy do tokenizované a n-gram podoby. Apli-
kace na vstupu dostane zdrojovové kódy, které má za úkol prˇedzpracovat a výstupem
bude tokenizovaný dokument. Na tento dokument pak bude moci být použita jedna z
možných metod uvedených v kapitole 3.3.1 pro detekci plagiátu. Prˇi realizaci aplikace
jsem se zameˇrˇil i na možnost otestovat tokenizovaný nebo prˇedzpracovaný zdrojový kód
mezi dalšími kódy nacˇtenými v aplikaci. Je tedy možné otestovat podobnost zdrojových
kódu˚ a zjistit míru podobnosti mezi porovnávanými kódy.
4.1 Analýza
Aplikace bude mít možnost nacˇítat soubory po jednom, nebo nacˇíst obsah adresárˇe a
v poslední rˇadeˇ nacˇíst projekt. Prˇi nacˇítání jednotlivých souboru˚ se provedou základní
úpravy a cˇišteˇní kódu˚ prˇed uložením do pameˇti programu. Tento proces se nazývá
prˇedzpracování. Následneˇ se provede tokenizace a výstupem bude tokenizovaný doku-
ment.
4.2 Návrh
Aplikace má za úkol prˇedzpracovat zdrojové kódy. Upravit kód nejlépe tak, aby byl
odolný vu˚cˇi základním plagiátorským praktikám. Výstupem bude tokenizovaný doku-
ment pro možnost dalšího využití k odhalení plagiátu˚. Možností navíc bude porovnání
tokenizovaných zdrojových nebo prˇedzpracovaných kódu˚ s jinými, které budou nacˇteny
v aplikaci. Pro porovnávání kódu˚ mezi sebou je možno porovnávat soubor každý s kaž-
dým nebo vybrat a potvrdit vzorový soubor, podle kterého se bude porovnávat. V prv-
ním kroku, už prˇi nacˇítání souboru˚, se daný kód prˇedzpracuje než se uloží do pameˇti
programu. Mezi tyto úpravy patrˇí:
1. Odstraneˇní komentárˇu˚.
2. Odstraneˇní prázdných rˇádku˚ a mezer, ke kterým patrˇí i tabulátorem prˇidané me-
zery.
3. Odstraneˇní z kódu rˇádek importujících ru˚zné knihovny, jedná se o using.
4. Odstraneˇní rˇádku˚ zacˇínající znakem #, který naznacˇuje, že se zde vyskytuje pragma.
5. Nahrazení rˇeteˇzcu˚ za znak ".
6. Nahrazení znaku˚ za jeden znak ’.
7. Úprava cˇísel na defaultní hodnotu 0.
8. Prˇevedení všech znaku˚ na malé.
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V druhém kroku bude na výbeˇr mezi výpisem tokenizovaného kódu nebo porovnání
kódu. Prˇi výbeˇru výpisu zdrojového kódu v tokenizované podobeˇ bude kód upraven
a výstup uložen do noveˇ vytvorˇené složky v adresárˇi s aplikací. Následneˇ se zobrazí
umísteˇní složky. Pokud se vybere možnost porovnávat kód, provede se porovnávání a
výsledkem bude zobrazení v seznamu. Pro porovnávání kódu˚ bude na výbeˇr podob-
nost n-gramu˚ nebo Levenshteinovy vzdálenosti. U n-gram podobnosti se kontrola bude
provádeˇt na prˇedzpracovaném zdrojovém kódu. U Levenshteinovy vzdálenosti bude na
výbeˇr mezi prˇedzpracovaným zdrojovým kódem nebo tokenizovaným kódem. V obou
prˇípadech se ukládá na disk do složky soubor s požadovaným výstupem, pokud bude
vyžadováno.
4.3 Implementace
Program je implementován pro programovací jazyk C# a prˇedzpracovává zdrojové kódy
pouze v jazyku C#. Pokud by bylo trˇeba, nebyl by problém rozšírˇit aplikaci o další pro-
gramovací jazyky. Na zacˇátku se do aplikace nacˇtou požadované zdrojové kódy, rˇeší se
prˇes metodu AddAndPrepareFile, které volají metody LoadFromFile, LoadFolder, Han-
dleLoadingProject
• AddAndPrepareFile - prˇidá do pameˇti programu požadovaný zdrojový kód, sou-
cˇástí je i jeho prˇedzpracování.
• LoadFromFile - pro nacˇítání jednotlivých souboru˚. Volá na konci metodu AddAn-
dPrepareFile, které prˇedá informace o souboru.
• LoadFolder - zjišt’uje obsah složky a prˇedává metodeˇ AddAndPrepareFile prˇija-
telné soubory, které mu˚že nacˇíst.
• HandleLoadingProject - stará se o sjednocení vícero souboru˚ do jednoho, zpraco-
vává .sln soubor a na konci prˇedává informaci o výsledném souboru.
Data se ukládají do pameˇti programu formou seznamu. Obsah s informacemi a daty ob-
starává trˇída StoredFiles. Ukládá vstupní, prˇedzpracovaný kód, dále obsahuje kód prˇe-
vedený do n-gramu˚ a tokenizovaný kód. O prˇedzpracování se starají trˇídy PreProcess a
HandleNumbers.
• PreProcess - stará se o hlavní cˇást prˇedzpracování, které bylo zmíneˇno v kapi-
tole 4.2.
• HandleNumbers - prˇevádí veškerá validní cˇísla ve zdrojovém kódu na základní
formát a tím je nula. Vrací následneˇ takto upravený kód zpeˇt.
Dále aplikace se skládá z trˇíd, které se starají o tokenizaci, n-gramy a Levenshteinovy
vzdálenosti. O tokenizaci se stará trˇída Token a Tokenizer. Hlavní cˇásti trˇídy Token jsou
jednotlivé typy tokenu˚, s kterými pracuje Tokenizer a taky struktura tokenu.
Trˇída Tokenizer zpracovává na vstupu zdrojový kód a výstupem je jeho tokenizovaná
podoba.
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Trˇída N-gram obsahuje metody pro vygenerování n-gramu˚ pro prˇíslušný zdrojový kód
a kromeˇ toho výpocˇet podobnosti mezi dveˇma soubory. Pro výpocˇet je použit Diceova
míra zmíneˇná v podkapitole 3.4.1.
Trˇída Levenshtein obsahuje metody pro vypocˇítání Levenshteinovy vzdálenosti mezi
dveˇma soubory zmineˇné v podkapitole 3.4.5 a možnost vypocˇítaní následné podobnosti
pomocí Diceovy míry.
Trˇída Colors vrací zpeˇt barvu.
1. 0-10% = šedá
2. 11-34% = zelená
3. 35-74% = oranžová
4. 75-100% = cˇervená
Na základeˇ hodnoty, která vyšla prˇi porovnávání, se vybere ta hodnota, která splnˇuje
podmínku z seznamu a vrátí zpeˇt prˇíslušnou barvu. V seznamu se následneˇ barevneˇ roz-
liší jednotlivé prˇípady a osoba, která kontroluje tyto soubory, bude mít snadneˇjší práci.
Trˇída MyException obsahuje chybové zprávy nebo výjimky, na které reagujeme chybo-
vými zprávami.
Trˇída ChartControl má na starost zobrazovat výsledek. Stará se o vizualizaci výsledku˚
v režimu jedna ku jedné.
Trˇída ShowDiff obsahuje metodu, která má na starost zvýrazneˇní kódu˚, které si jsou po-
dobné. Tato funkce funguje pouze u porovnávání n-gramu˚ mezi dveˇma soubory.
4.4 Ovládání
4.4.1 První spušteˇní
Je nutné mít nainstalovaný .NET Framework 4.5 nebo vyšší. Prvním krokem je zkom-
pilovat kód a mít spustitelný soubor SCPLAG.exe. Pro zkompilování kódu je potrˇeba
mít nainstalované Visual Studio 2013. Potom otevrˇít soubor SCPLAG.sln, který je uvnitrˇ
složky s projektem a nechat sestavit spustitelný soubor. Následneˇ se nechá spustit jako
správce a pokracˇovat se bude dále viz. 4.4.2
4.4.2 Seznámení s aplikací
Po spušteˇní aplikace, se nacházíme v menu, které se nazývá „Nacˇti“. Mezi dalšími lze
videˇt „Zpracovat“, „Zobrazit“ a „Nastavení“. Pro ovládání aplikace se stacˇí seznámit se
cˇtyrˇmi hlavními cˇástmi, z kterých se aplikace skládá.
Nacˇíst - zde je na výbeˇr jedna ze trˇí možností.
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1. Soubor - nacˇíst jednotlivé soubory.
2. Složka - nacˇíst obsah složky. Podporovaný formát je s koncovkou cs.
3. Projekt - nacˇte projekt. Vybere se projekt s koncovkou sln.
Po nacˇtení všech potrˇebných souboru˚ pokracˇujeme do záložky „Zpracovat“.
Zpracovat - na výbeˇr je možnost si nechat vypsat výstup kódu nebo provést kontrolu
pomoci n-gram podobnosti nebo Levenshteinovy vzdálenosti. Po ukoncˇení kontroly je
uživateli zobrazena hláška, že akce byla dokoncˇena. Dále se zde zobrazí podobnost mezi
soubory v procentech, prˇi kliknutí následneˇ na „Náhled“ se v seznamu aplikace prˇepne
do menu „Zobrazit“.
Zobrazit - na levé straneˇ je kód, s kterým se porovnává, a na pravé straneˇ porovnávaný
kód. Jsou zobrazené v jednom okneˇ pro prˇehlednost.
Nastavení - v okneˇ máme možnost na výbeˇr z teˇchto možných akcí.
• Možnost oznacˇit konkrétní nacˇtený soubor za vzorový.
• Omezit nacˇítaní souboru, nastavit minimální v kB a maximální velikost v MB sou-
boru˚, které se budou moci nacˇítat do pameˇti programu.
• Omezit pocˇet souboru˚, které program dovolí nacˇíst.
• Možnost, na kolik desetinných míst si nechat zaokrouhlit výsledek.
• Vycˇistit pameˇt’, resetovat program.
4.5 Systémové požadavky
Systémové požadavky nutné pro bezproblémový beˇh programu.
1. .NET Framework 4.5.
2. OS Windows XP, 7, 8, 8.1 a x64.
3. 4GB RAM a více za prˇedpokladu testování veˇtšího množství dat.
4.6 Trˇídní diagram
Trˇídní diagram je zobrazený na obrázku 4 v prˇíloze. V této podkapitole si popíšeme jed-
notlivé trˇídy, které se nacházejí v aplikaci.
MainMenu - hlavní trˇída slouží prˇedevším ke komunikaci mezi formulárˇem a jednot-
livými objekty nacházejícím se v neˇm. Stará se navíc o výpis výstupních souboru˚.
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ChartControl - trˇída, starající se o zobrazení výsledku po porovnávání v Chart-u. Ob-
sahuje metodu:
1. UpdateChart - aktualizuje hodnoty, provede se opeˇtovné vykreslení a vypsání no-
vých hodnot.
PreProcess - trˇída, starající se o základní úpravy kódu, která je popsaná zde 4.2.
Obsahuje metody:
1. RemoveComments - odstranˇuje nalezené komentárˇe v kódu a to rˇádkové i blokové.
2. RemoveWhiteSpaces - odstraní mezery pokud se vyskytují 2 a více vedle sebe.
3. RemoveEmptyLines - rˇádky, které neobsahují žádný text se odstranˇují.
4. RemoveTabSpaces - odstraní mezery, které se prˇidávají klávesou tab.
5. Start - spustí proces prˇedzpracování.
HandleNumbers - trˇídá, starající se o všechny cˇísla obsažená ve zdrojovém kódeˇ.
Obsahuje metody:
1. NormalizeNumbers - metoda, která upraví všechna nalezená cˇísla int na 0 a cˇísla s
desetinou hodnotou na 0.0.
2. ReplaceNumbers - metoda, která zmeˇní cˇíslo na defaultní hodnotu. V tomto prˇí-
padeˇ na 0.
3. GetNextChar - vrací zpeˇt další znak. Pokud se jedná o mezeru, prˇeskocˇí se na další
znak.
4. Output - obsahuje upravený kód, který po provedené úpraveˇ cˇísel vrací zpeˇt.
Colors - trˇída, starající se o vrácení prˇíslušné barvy. Stará se o to, že na základeˇ podob-
nosti, které jsem si urcˇil, mi vrátí prˇíslušnou barvu. Obsahuje jedinou metodu a ta se
jmenuje GetColor, která vrací barvu na základeˇ uvedené cˇíselné hodnoty. Hranice, jakou
barvu bude vracet, je pevneˇ zadaná.
Token - trˇída, starající se prˇedevším o strukturu tokenu pro tokenizátor. Obsahuje typy
tokenu˚ a metody. Obsahuje metody:
1. IsExceptionStatement - pokud je token typu Try, Catch vrací true. V opacˇném prˇí-
padeˇ false.
2. IsSelectionStatement - pokud je token typu Condition, Switch, Case vrací true. V
opacˇném prˇípadeˇ false.
Tokenizer - trˇída, starající se o tokenizaci zdrojového kódu.
Obsahuje metody:
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1. GetCodeBetween - vrací podrˇeteˇzec podle pocˇátecˇního a koncového znaku.
2. GetCurrentBlock - vrací aktuální typ bloku.
3. GetFunction - kontroluje zda splnˇuje podmínky metody, funkce a pokud ano vrací
zpeˇt metodu.
4. HasBlock - zjišt’uje, jestli následující znak oznacˇuje zacˇátek bloku. Vrací true nebo
false.
5. MethodInProgress - vrací true nebo false podle toho, jestli se jedná o metodu, ale
není ješteˇ celá.
6. ReturnBlockName - vrací název bloku, ale tentokrát jako rˇeteˇzec.
7. ReturnBodyBracket - vrací obsah podrˇeteˇzce ohranicˇený mezi bloky.
8. ReturnFuncType - zjišt’uje, jestli lze funkce blíže specifikovat a vrátí její konkrétní
typ a nebo nechá základní.
9. ReturnToken - existují dva typy, první kontroluje, jestli se jedna o znak a druhý
slovo, za které by šlo je nahradit tokenem.
10. ReturnStringToSpecificChar - vrací rˇeteˇzec od aktuální pozice až po znak, který se
zadá.
11. SpecialCaseNeedToClose - metoda, která umeˇle prˇidává uzavíraní bloku˚ tam, kde
chybí.
12. Start - metoda, která tokenizuje zdrojový kód a vrací jeho kolekci tokenu˚.
13. Tokenize - metoda vrací kolekci tokenu˚. Prˇedprˇipravuje tokenizaci. Skládá se z peˇti
cˇástí.
(a) Podmínka „else if“ se upraví na „if“
(b) Upraví se zdrojový kód tak, aby se vyvaroval chybám prˇi tokenizaci. Jedná se
o úpravu prˇed vkládáním umeˇlých bloku˚.
(c) Zavolá se metoda Start, která provede tokenizaci kódu.
(d) Po tokenizaci se projede kolekce tokenu˚ a pojmenují se konce bloku˚.
(e) Projede se kolekce tokenu˚ a prˇi zjišteˇní, že se jedná o funkci, se zkontroluje,
jestli obsahuje parametry a vypíšou se.
14. TokenizeBlocks - metoda, která se zavolá po tokenizaci. Stará se o pojmenování
koncu˚ bloku˚.
Levenshtein - trˇída, která má na starost Levenshteinovou vzdálenost a operace s ní spjaté.
Obsahuje metody:
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1. GetDistance - vrátí vzdálenost mezi dveˇma porovnávanými soubory.
2. GetSimilarity - vrací podobnost, kterou získal ze vzdálenosti.
3. GetSimilarityInPct - prˇevádí výslednou podobnost na procenta.
N-grams - trˇída, starající se o vygenerování n-gramu˚ pro daný zdrojový kód a operace s
nimi spjaté. Obsahuje metody:
1. GenerateNgrams - parametry pro délku, bigram, trigram. Vrací složený rˇeteˇzec.
2. nGramFrequency - vrací slovník dvou porovnávaných souboru˚ s pocˇtem opakují-
cích se výrazu˚.
3. nGramSimilarity - porovnává zdrojové kódy dvou souboru˚ a vrací jejich podob-
nost.
4. nGramSimilarityInPct - prˇevádí výslednou podobnost na procenta.
HandleLoadingProject - trˇída, starající se o nacˇítání projektu˚ do pameˇti programu. Ob-
sahuje metody:
1. CanAddFile - metoda, která vrací true nebo false. Vrací true v prˇípadeˇ, že se nena-
chází v seznamu.
2. CanLoadCSFile - metoda, která kontroluje, jestli jsou splneˇny podmínky pro na-
cˇtení cs souboru. Metoda vrací true nebo false.
3. Clear - smaže obsah seznamu, který obsahuje aktuální seznam cs souboru˚.
4. GetMergedFile - vrací cestu k souboru, který byl v prˇípadeˇ úspeˇšnosti vytvorˇen.
5. IsFileOK - obsahuje parametr, obsah souboru, který se bude kontrolovat. Vrací true
nebo false.
6. LoadProject - je hlavní metodou v trˇídeˇ. Sloucˇí jednotlivé cs soubory do jednoho
hlavního souboru. Vrací zpeˇt cestu k souboru.
7. ParseCSProjFile - metoda, která cˇte informace ze souboru cs.
8. ParseSlnFile - metoda, která cˇte informace ze souboru sln.
9. SortByLength - vrací serˇazený obsah seznamu. Na výbeˇr možnost vzestupneˇ nebo
sestupneˇ.
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5 Testování na vybrané kolekci dat
Cílem práce bylo prˇedzpracování kódu˚ a výstupem být tokenizovaný dokument. Apli-
kace kromeˇ výstupu tokenizovaného kódu dokáže tento kód porovnat s ostatními kódy
nacˇtenými v aplikaci. V této kapitole se zameˇrˇíme na testování podobnosti. Prˇi testování
mu˚žeme použít jednu ze trˇí metod pro porovnávání.
1. N-gram podobnost na prˇedzpracovaném kódu.
2. Levenshteinova vzdálenost na prˇedzpracovaném kódu.
3. Levenshteinova vzdálenost na tokenizovaném dokumentu (kódu).
Prˇi testování vzdálenosti pomocí Levenshteinova algoritmu, kdy zdrojový kód v toke-
nizované podobeˇ obsahoval více jak 2500 tokenu˚, porovnávací doba vzrostla z rˇádu
sekund na neˇkolik minut. Prˇi porovnávání velkého množství zdrojových kódu˚ (projektu˚),
se pak doba porovnávání znacˇneˇ protáhla. Z tohoto du˚vodu jsem do aplikace prˇidal
možnost zobrazit na konci porovnávaný cˇas, který zobrazí jak dlouho porovnávání tr-
valo. V dalším prˇípadeˇ se mi stalo, že prˇi porovnávání projektu˚ se mi zobrazila hláška
„OutOfMemoryException“. Je tedy otázkou, jestli by pak nebylo lepší využít v budoucnu
jinou metodu pro porovnávání. Tato hláška se zobrazila prˇi porovnávání kódu˚, prˇicˇemž
jeden z nich prˇekrocˇil hranici 9500 tokenu˚.
5.1 Testovací data
Mezi testovací data patrˇí projekty studentu˚. Zobrazeny jsou v tabulce 4.
Název projektu Pocˇet





Tabulka 4: Pocˇet testovaných zdrojových kódu˚
Kromeˇ studentských projektu˚ jsem do testování zarˇadil i dva soubory, které meˇ zaujaly
tím, že obsahovaly praktiky plagiátorství. Byly to zdrojové kódy, které se nacházely v jed-
nom adresárˇi s dalšími, tedy nebylo možné zjistit podrobneˇjší informace. Mezi praktiky,
které se zde vyskytovaly patrˇí:
1. Prˇejmenování atributu˚, jmen metod, trˇíd a všeho dalšího, co bylo možné.
2. Prˇidávání komentárˇu˚.
3. Prˇidávání metod, které se nevyskytovaly v pu˚vodním kódu.
Oba soubory se nacházejí v kolekci testovaných souboru˚. V tabulce 5 lze videˇt, kdy byl
soubor naposledy upraven, název souboru˚ a jejich aktuální velikost v kB.
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Název souboru Datum poslední úpravy velikost
MinesClass.cs 15.5.2011 17:23 29kB
MinyKod.cs 6.5.2010 15:36 28kB
Tabulka 5: Zobrazený detailneˇjší popis dvou plagiátu˚
Po prˇedzpracování a otestovaní jsem došel k výsledku˚m uvedeným v tabulce 6.
Testování souboru˚ Metoda porovnávání Podobnost (%)
MinesClass vs. MinyKod N-gram podobnost 54
MinesClass vs. MinyKod Levenshteinova vzdálenost typ 1 76
MinesClass vs. MinyKod Levenshteinova vzdálenost typ 2 96
Tabulka 6: Zobrazení výsledku˚ po testování podobnosti
Jak lze videˇt, základní metoda, která porovnává na principu n-gramu˚ zobrazila míru po-
dobnosti 54%, což už prˇi této hodnoteˇ zacˇíná být podezrˇelé. Avšak pokud by se jednalo
naprˇ. o projekty, které meˇly pevneˇ zadané téma, je možné, že se stále jedná o false detekci.
Levenshteinova vzdálenost pro prˇedzpracovaný kód následneˇ zobrazila 76% a pokud se
použil tokenizovaný kód podobnost prˇekrocˇila hranici 90%. Zdrojové kódy jsou si tedy
podobné.
Nyní se vrátíme k projektu˚m. Projekty mají pu˚vodní název a na konci prˇipsané „projekt
a cˇíslo“ v kterém porˇadí byly nacˇteny a porovnávaný. Pro prˇedstavu.
• Login1234 Projekt 1.
• Login4321 Projekt 2.
Prˇi testování jsem následneˇ použil zkrácený název cˇ. 1, cˇ. 2 až cˇ. n. Shoda mezi jednotli-
vými projekty v kategorii (Cˇloveˇcˇe nezlob se, Piškvorky, Pexeso, Miny, Lodeˇ) byla vesmeˇs
v rozmezí od 0 do 50%. Dva z nich však meˇli podobnost vyšši než 50%.
1. Projekt Pexeso - porovnání cˇ. 3 vs. cˇ. 1 metodou n-gram podobnosti se shoduje 62%.
Výsledky jsou zobrazené v tabulce 9. Prˇi porovnávání metodou Levenshteina, ale
shoda vyšla 40%. V tomto prˇípadeˇ se spíš jedná o chybu. Prˇi kontrole zdrojového
kódu jsem nedošel k záveˇru, že by si byly podobné.
2. Projekt Miny - porovnání cˇ. 5 vs. cˇ. 6 a cˇ. 6 vs. cˇ. 5 se shoduje 99-100%. Výsledky
jsou zobrazené v tabulce 10. V tomto prˇípadeˇ se jedná o kopii. Nebyly ani použity
žádné plagiátorské techniky.
Prˇí testování jsem se zameˇrˇil na n-gram podobnost na prˇedzpracovaném kódu a Leven-
shteinovy vzdálenosti na tokenizovaném kódu.
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Cˇíslo projektu Metoda porovnávání Podobnost (%)
cˇ. 1 vs. cˇ. 2, 3, 4 N-gram podobnost 33 - 16 - 5
cˇ. 2 vs. cˇ. 1, 3, 4 N-gram podobnost 4 - 2 - 3
cˇ. 3 vs. cˇ. 1, 2, 4 N-gram podobnost 30 - 32 - 8
cˇ. 4 vs. cˇ. 1, 2, 3 N-gram podobnost 8 - 7 - 5
cˇ. 1 vs. cˇ. 2, 3, 4 Levenshteinova vzdálenost 17 - 38 - 47
cˇ. 2 vs. cˇ. 1, 3, 4 Levenshteinova vzdálenost 17 - 8 - 12
cˇ. 3 vs. cˇ. 1, 2, 4 Levenshteinova vzdálenost 38 - 8 - 46
cˇ. 4 vs. cˇ. 1, 2, 3 Levenshteinova vzdálenost 47 - 12 - 46
Tabulka 7: Výsledky testu˚ projektu˚ Cˇloveˇcˇe nezlob se
Název projektu Metoda porovnávání Podobnost (%)
cˇ. 1 vs. cˇ. 2, 3, 4, 5 N-gram podobnost 8 - 7 - 11 - 10
cˇ. 2 vs. cˇ. 1, 3, 4, 5 N-gram podobnost 13 - 12 - 11 - 13
cˇ. 3 vs. cˇ. 1, 2, 4, 5 N-gram podobnost 14 - 16 - 11 - 17
cˇ. 4 vs. cˇ. 1, 2, 3, 5 N-gram podobnost 7 - 5 - 4 - 4
cˇ. 5 vs. cˇ. 1, 2, 3, 4 N-gram podobnost 16 - 13 - 13 - 9
cˇ. 1 vs. cˇ. 2, 3, 4, 5 Levenshteinova vzdálenost 35 - 44 - 43 - 37
cˇ. 2 vs. cˇ. 1, 3, 4, 5 Levenshteinova vzdálenost 35 - 46 - 21 - 48
cˇ. 3 vs. cˇ. 1, 2, 4, 5 Levenshteinova vzdálenost 44 - 46 - 30 - 48
cˇ. 4 vs. cˇ. 1, 2, 3, 5 Levenshteinova vzdálenost 43 - 21 - 30 - 23
cˇ. 5 vs. cˇ. 1, 2, 3, 4 Levenshteinova vzdálenost 37 - 48 - 48 - 23
Tabulka 8: Výsledky testu˚ projektu˚ Piškvorky
Název projektu Metoda porovnávání Podobnost (%)
cˇ. 1 vs. cˇ. 2, 3, 4, 5, 6 N-gram podobnost 17 - 31 - 13 - 4 - 9
cˇ. 2 vs. cˇ. 1, 3, 4, 5, 6 N-gram podobnost 18 - 10 - 6 - 2 - 1
cˇ. 3 vs. cˇ. 1, 2, 4, 5, 6 N-gram podobnost 62 - 13 - 13 - 5 - 8
cˇ. 4 vs. cˇ. 1, 2, 3, 5, 6 N-gram podobnost 10 - 10 - 8 - 4 - 9
cˇ. 5 vs. cˇ. 1, 2, 3, 4, 6 N-gram podobnost 4 - 1 - 3 - 3 - 5
cˇ. 6 vs. cˇ. 1, 2, 3, 4, 5 N-gram podobnost 4 - 3 - 2 - 3 - 3
cˇ. 1 vs. cˇ. 2, 3, 4, 5, 6 Levenshteinova vzdálenost 45 - 40 - 43 - 25 - 12
cˇ. 2 vs. cˇ. 1, 3, 4, 5, 6 Levenshteinova vzdálenost 45 - 28 - 34 - 34 - 17
cˇ. 3 vs. cˇ. 1, 2, 4, 5, 6 Levenshteinova vzdálenost 40 - 28 - 46 - 12 - 6
cˇ. 4 vs. cˇ. 1, 2, 3, 5, 6 Levenshteinova vzdálenost 43 - 34 - 46 - 16 - 8
cˇ. 5 vs. cˇ. 1, 2, 3, 4, 6 Levenshteinova vzdálenost 25 - 34 - 12 - 16 - 36
cˇ. 6 vs. cˇ. 1, 2, 3, 4, 5 Levenshteinova vzdálenost 12 - 17 - 6 - 8 - 36
Tabulka 9: Výsledky testu˚ projektu˚ Pexeso
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Název projektu Metoda porovnávání Podobnost (%)
cˇ. 1 vs. cˇ. 2, 3, 4, 5, 6 N-gram podobnost 16 - 21 - 32 - 15 - 15
cˇ. 2 vs. cˇ. 1, 3, 4, 5, 6 N-gram podobnost 33 - 21 - 27 - 24 - 24
cˇ. 3 vs. cˇ. 1, 2, 4, 5, 6 N-gram podobnost 14 - 9 - 20 - 12 - 12
cˇ. 4 vs. cˇ. 1, 2, 3, 5, 6 N-gram podobnost 14 - 10 - 13 - 8 - 8
cˇ. 5 vs. cˇ. 1, 2, 3, 4, 6 N-gram podobnost 11 - 12 - 11 - 14 - 100
cˇ. 6 vs. cˇ. 1, 2, 3, 4, 5 N-gram podobnost 11 - 12 - 11 - 14 - 100
cˇ. 1 vs. cˇ. 2, 3, 4, 5, 6 Levenshteinova vzdálenost 26 - 50 - 48 - 46 - 46
cˇ. 2 vs. cˇ. 1, 3, 4, 5, 6 Levenshteinova vzdálenost 26 - 34 - 19 - 39 - 39
cˇ. 3 vs. cˇ. 1, 2, 4, 5, 6 Levenshteinova vzdálenost 50 - 34 - 41 - 48 - 48
cˇ. 4 vs. cˇ. 1, 2, 3, 5, 6 Levenshteinova vzdálenost 48 - 19 - 41 - 35 - 35
cˇ. 5 vs. cˇ. 1, 2, 3, 4, 6 Levenshteinova vzdálenost 46 - 39 - 48 - 35 - 99
cˇ. 6 vs. cˇ. 1, 2, 3, 4, 5 Levenshteinova vzdálenost 46 - 39 - 48 - 35 - 99
Tabulka 10: Výsledky testu˚ projektu˚ Miny
Název projektu Metoda porovnávání Podobnost (%)
cˇ. 1 vs. cˇ. 2, 3, 4 N-gram podobnost 8 - 12 - 8
cˇ. 2 vs. cˇ. 1, 3, 4 N-gram podobnost 8 - 8 - 9
cˇ. 3 vs. cˇ. 1, 2, 4 N-gram podobnost 8 - 5 - 5
cˇ. 4 vs. cˇ. 1, 2, 3 N-gram podobnost 13 - 17 - 19
cˇ. 1 vs. cˇ. 2, 3, 4 Levenshteinova vzdálenost 44 - 46 - 45
cˇ. 2 vs. cˇ. 1, 3, 4 Levenshteinova vzdálenost 44 - 47 - 30
cˇ. 3 vs. cˇ. 1, 2, 4 Levenshteinova vzdálenost 46 - 47 - 34
cˇ. 4 vs. cˇ. 1, 2, 3 Levenshteinova vzdálenost 45 - 30 - 34




Cílem práce bylo vytvorˇit aplikaci, která by prˇedzpracovala zdrojové kódy a výstupem
byl tokenizovaný dokument. Aplikace je napsána v programovacím jazyku C# a dokáže
zpracovávat zdrojové kódy v C#. Zpracovává jak jednotlivé soubory, má i možnost na-
cˇíst projekt jako jeden soubor. Prˇi testování jsem se setkal s možností, že projekt odkazo-
val i na soubory, které se zde nenacházely. V tomto prˇípadeˇ se zobrazí chybová hláška.
Výstupem aplikace je prˇedzpracovaný n-gramový a nebo tokenizovaný dokument. Apli-
kace navíc dokáže pomocí Levenshteinovy vzdálenosti nebo podobnosti n-gramu˚ porov-
nat zdrojové kódy mezi sebou. Výsledkem je tedy aplikace, která dokáže zdrojové kódy
prˇedzpracovat a výstup mít v podobeˇ tokenizovaného dokumentu, ale dokáže i porov-
nat zdrojové kódy mezi sebou a zobrazit míru podobnosti. Na konec bych chteˇl zmínit
funkci, která dokáže nahradit volání metod jejím obsahem „teˇlem“. Aplikace v nastavení
má možnost tuto funkci zapnout, ale tato funkce nebyla dostatecˇneˇ otestována a tudíž se
jí nedoporucˇuje používat. Nebyla z tohoto du˚vodu ani zminˇována v implementaci, ale
do budoucna by se na tuto funkci mohlo zameˇrˇit a dostatecˇneˇ ji otestovat, doladit nedo-
statky a zacˇít ji používat.
6.2 Rozšírˇení aplikace
Do budoucna by se mohla aplikace dále rozšírˇit o funkce, vylepšení uvedené v tomto
seznamu:
• U prˇedzpracování doladit možnost prˇepsání volaných metod jejím teˇlem. Zmínka
je v záveˇru „Zhodnocení“.
• Ignorovat prázdné metody nebo metody, které nejsou volány a nepracovat s nimi.
• Prˇidat možnost ukládat už tokenizované dokumenty do databáze, kdy by se kont-
rolovaly zdrojové kódy už uložené v databázi.
• Prˇidat podporu i pro další programovací jazyky.
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Obrázek 4: Trˇídní diagram aplikace
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B Adrˇesárˇová struktura prˇiloženého CD
1. Aplikace - adresárˇ obsahující archív s názvem SCPLAG.zip. Archív obsahuje zdro-
jové kódy, soubory aplikace. Prˇed zacˇátkem používání aplikace je nutné sestavit
spustitelný exe soubor viz postup v podkapitole 4.4.1.
2. Zdrojove kody - adresárˇ obsahující zdrojové kódy, projekty studentu˚, se kterými
byla aplikace testována.
