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Tato bakalárˇská práce obsahuje popis návrhu a implementace elektronického uživatelského roz-
hraní pro evidenci a rˇízení návšteˇv. V této eletronické evidenci jsou zaznamenávány informace
o prˇíchozích návšteˇvách a prˇideˇlených návšteˇvnických kartách. S návšteˇvnickou kartou se osoba
mu˚že volneˇ pohybovat po objektu. Recepcˇní má neustále prˇehled o aktuálních návšteˇvách a je-
jich dobeˇ pobytu. V práci jsou také zmíneˇny techniky a postupy, které vedly k urychlení vývoje
a snížení výskytu chyb prˇi vývoji.
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Abstract
This document contains a description of a design and implementation of a user interface for mo-
nitoring and control of visitors. Information about incoming visitors and assigned guest cards
are recorded in this electronic evidence. Guest card allows a user free movement inside the ob-
ject. Receptionist has always a summary of current visitors and the length of their stays. In the
document there are also mentioned techniques and procedures which speeded up program de-
velopment and reduced number of errors.
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P ocˇítacˇe jsou obsaženy ve všech sférách našeho života. Pominuly doby, kdy stály na vrátnicipíchací hodiny a každý zameˇstnanec si prˇi vstupu do podniku rucˇneˇ zaznamenal cˇas prˇí-
chodu. Metoda rucˇního znacˇení nám nijak neusnadnˇuje kontrolu prˇítomnosti zameˇstnancu˚ a už
vu˚bec ne výpocˇet mzdy na základeˇ docházky. Práveˇ v tuto chvíli prˇicházejí elektronická zarˇízení,
aby nám usnadnila evidenci docházky.
Stejneˇ jako rostly požadavky na zaznamenávání údaju˚ o zameˇstnancích, rostly i požadavky
zaznamenávání prˇíchodu˚ návšteˇv. S vedením papírové knihy návšteˇv si vystacˇíme pouze ve
velmi malých podnicích, cˇítajících maximálneˇ dvacet zameˇstnancu˚. Jak si ale poradíme s ná-
všteˇvní knihou v podniku s více jak 500 zameˇstnanci? Co když budeme potrˇebovat zjistit, zda je
navšteˇvovaný zameˇstnanec prˇítomen v podniku? Jakým zpu˚sobem rychle vyhledat, kolik je ak-
tuálneˇ prˇítomných návšteˇv nebo kolik návšteˇv prˇišlo v daném cˇasovém rozmezí? Všechny tyto
otázky rˇeší elektronické zpracování, chceme-li elektronická evidence cizích osob.
Prˇedstavme si vrátnou obsluhující pocˇítacˇ. Prˇi prˇíchodu návšteˇvy vloží do pocˇítacˇe její jméno
a návšteˇva obdrží návšteˇvnickou kartu. Vhodneˇ zvolenou návšteˇvnickou kartou mu˚že být ome-
zen pohyb návšteˇvy po objektu.
V následujících kapitolách této práce je popsáno uživatelské rozhraní pro evidenci a rˇízení
návšteˇv jak z hlediska návrhu, tak samotné implementace podle konkrétního zadání.
Ve druhé kapitole se cˇtenárˇ seznámí s aktuálneˇ dostupným softwarem pro evidenci a rˇízení
návšteˇv. Cˇtenárˇ tak bude uveden do problematiky, získá základní informace o funkcích, jaké tyto
systémy nabízí, jaké nabízí výstupy a jaké jsou požadavky provozu.
Trˇetí kapitola prˇedstavuje základní cíle projektu. V návaznosti na druhou kapitolu prˇidává
prˇehled všeobecných požadavku˚ pro systémy evidence návšteˇv. Vysveˇtluje možnosti ve volbeˇ
implementacˇní platformy a v neposlední rˇadeˇ prˇedstavuje technologie, které dopomohou k do-
sažení stanovených cílu˚.
Cˇtvrtá kapitola se zabývá samotnou implementací. Popisuje smysl a úcˇel jednotlivých kniho-
ven výsledného produktu a prˇedstavuje celkové rˇešení grafického rozhraní.
V záveˇru je celkoveˇ zhodnocen výsledek z hlediska dosažení cílu˚, kvality a budoucí perspek-
tivy tohoto uživatelského rozhraní.
Na úplném konci této práce je prˇipojen seznam literatury, ze kterého bylo cˇerpáno a také je zde





V soucˇasné dobeˇ existuje na trhu neprˇeberné množství uživatelských rozhraní pro evidencia rˇízení návšteˇv. Tato uživatelská rozhraní jsou ve veˇtšineˇ prˇípadu˚ soucˇástí velkých celku˚,
tzv. docházkových systému˚. Evidence a rˇízení návšteˇv patrˇí mezi volitelné moduly teˇchto do-
cházkových systému˚. Úcˇelem této kapitoly je ukázat prˇehled docházkových rˇešení, která jsou
v soucˇasnosti dostupná na trhu a ukázat existující systémy pro správu verzí a chyb.
Za úcˇelem lepší orientace a porovnávání docházkových systému˚ mezi sebou, je kapitola za-
meˇrˇena na tyto dílcˇí cˇásti.
1. Databáze
• s architekturou typu „PC file-server“:
Souborový prˇístup - data jsou uložena v souborech, klient prˇistupuje k souboru˚m.
Výhodou je jednoduchost rˇešení (odpadá instalace databázového serveru). Hlavní ne-
výhodou je nespolehlivost sít’ového rˇešení. Systém je spolehlivý pouze v prˇípadeˇ, že
klient i databázový server beˇží na jednom pocˇítacˇi. Mezi zástupce teˇchto databázo-
vých rˇešení patrˇí naprˇíklad dBASE, FoxBase, aj.
• s architekturou typu „klient-server“:
Oproti prˇedchozímu typu databáze lze považovat za nevýhodu složiteˇjší instalaci.
Výhodou pak bude spolehlivost sít’ového rˇešení. Tuto architekturu je vhodné nasadit
v prostrˇedí, kde ocˇekáváme více klientských PC prˇistupujících prˇes sít’ k databázi.
Mezi prˇíklady databázových serveru˚ tohoto typu se rˇadí naprˇíklad MS SQL, MySQL,
Firebird aj.
2. Docházkový server
Komunikuje se cˇtecími terminály rozmísteˇnými po objektu (budoveˇ). Cˇtecí zarˇízení uloží
v pameˇti surová data a docházkový server oveˇrˇuje jejich validitu, provádí prˇepocˇty aj. Na-
cˇtená data jsou poté vložena do databáze. Server také umožnˇuje konfiguraci cˇtecích termi-
nálu˚ v objektu (nastavení povolení prˇístupu).
3. Klient
Tenký klient. Vykonává minimum aplikacˇní logiky.
• dvouvrstvá architektura
Klient nacˇítá data prˇímo z databázového serveru.
• trˇívrstvá architektura
Klient nacˇítá data prˇímo z docházkového serveru. Docházkový server je prostrˇední-
kem, který zprostrˇedkovává data z databázového serveru.
• dvouvrstvá architektura s využitím docházkového serveru





Komercˇní systémy, popisované níže, prˇevážneˇ používají databáze s architekturou typu klient-
server kombinovaneˇ s klientem s dvouvrstvou architekturou s využitím docházkového serveru.
Objevují se i nabídky s databázovou architekturou file-server s doporucˇením pro velmi malé
firmy.
Jelikož jsou uživatelská rozhraní pro evidenci a rˇízení návšteˇv urcˇena prˇedevším na recepce
strˇedneˇ velkých a velkých firem, nemá smysl již dále uvažovat databáze s architekturou typu
file-server.
Na poli docházkových systému˚ je silné konkurencˇní prostrˇedí, a proto jsem vybral reprezen-
tacˇní vzorek firem, veˇnujících se docházkovým systému˚m.
Softwarové rˇešení mezi sebou nelze jednoznacˇneˇ srovnávat, protože každá firma se zameˇrˇuje
na jiný segment trhu. Prˇesto jsem se pokusil údaje o produktu rozrˇadit do cˇtyrˇ kategorií.
1. Vstupní údaje prˇi prˇíchodu návšteˇvy




Spolecˇnost Z-WARE 1 se zabývá docházkovými, stravovacími, prˇístupovými a domovními
systémy. Jeden z modulu˚ docházkového systému tvorˇí práveˇ modul návšteˇv.
Pracovník recepce zaznamená prˇíchozí návšteˇvu, prˇi jejím odchodu zaznamená ukoncˇení ná-
všteˇvy. Uživatelské rozhraní umožnˇuje okamžitý prˇehled o pocˇtu návšteˇv v urcˇitém období. Prˇe-
hled návšteˇv mu˚že být prˇístupný všem uživatelu˚m.
• Vstupní údaje prˇi prˇíchodu návšteˇvy:
– datum a cˇas prˇíchodu - systém nabídne aktuální cˇas, recepcˇní má možnost zadat jinou
hodnotu
– jméno a firma návšteˇvníka - lze zapsat novou osobu nebo vybrat ze seznamu již drˇíve
evidovaných návšteˇv
– pocˇet osob - skupinová návšteˇva
– SPZ automobilu - SPZ je vázána na konkrétní návšteˇvu. Software nerˇeší prˇípadného
spolujezdce.
– navštívená osoba nebo jiný cíl návšteˇvy
• Hlavní funkce programu:
– evidované návšteˇvy jsou rˇazeny od nejnoveˇjší po nejstarší - zobrazení je na hlavní
obrazovce programu.
– neukoncˇené návšteˇvy jsou zvýrazneˇny jinou barvou pozadí
– v horní cˇásti okna jsou uvedeny základní prˇehledy (soucˇty osob/automobilu˚, prˇítom-
ných lidí ve firmeˇ)
– zobrazené údaje lze editovat
– lze kdykoli odepsat/zablokovat zvolenou návšteˇvu
– ukoncˇení návšteˇvy probíhá tak, že systém nabídne seznam dosud neukoncˇených ná-
všteˇv a recepcˇní potvrzuje výbeˇr




– výbeˇr období, v rámci kterého bude proveden výstup
– fitrace podle jména návšteˇvy (možno pouze cˇást jména)
– filtrace podle názvu firmy (možno pouze cˇást názvu)
– filtrace podle telefonního cˇísla navštívené osoby (možno pouze cˇást cˇísla)
• Požadavky:
druh softwarové požadavky
docházkový server OS Windows
klient OS Windows 98 a vyšší
databáze MS SQL, MySQL, PostgreeSQL, Oracle 9
Tabulka 2.1: Z-WARE požadavky
2.3 RON
Spolecˇnost RON 2 bohužel disponuje pouze malým množstvím informací, nicméneˇ i tato
firma stojí za zmínku.
Soucˇástí docházkového systému je modul VISITOR - rozhraní pro evidenci návšteˇv.
• Vstupní údaje prˇi prˇíchodu návšteˇvy:
– datum a cˇas prˇíchodu
– jméno návšteˇvníka
– navštívená osoba nebo jiný cíl návšteˇvy
• Hlavní funkce programu:
– modul VISITOR je prˇipraven na spolupráci se cˇtecím zarˇízením dokladu˚ (naprˇ. ob-
cˇanský pru˚kaz)




docházkový server OS Windows
klient OS Windows 98 a vyšší
databáze MS SQL 2000, MS SQL 2005, Firebird, Oracle 9,10, Sybase
Tabulka 2.2: RON požadavky
2.4 ANeT
Spolecˇnost ANeT 3 nabízí produkty ru˚zných velikostí a specializovaná rˇešení. Mezi jejich
hlavní produkty patrˇí docházkové systémy, systémy pro plánování lidských zdroju˚, prˇístupové
systémy, stravovací systémy a vrátnice, která plní funkci evidence návšteˇv.
2. Další informace o firmeˇ dostupné z http://www.ron.cz
3. Další informace o firmeˇ dostupné z http://www.anet.info
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2. SOUCˇASNÝ STAV
• Vstupní údaje prˇi prˇíchodu návšteˇvy:
– datum a cˇas prˇíchodu
– jméno a firma návšteˇvníka - lze zapsat novou osobu nebo vybrat ze seznamu již drˇíve
evidovaných návšteˇv





– informaci o vrátné, která kartu vydala a prˇijala zpeˇt (systém vkládá automaticky,
prˇedpokládá se více vrátnic)
• Hlavní funkce programu:
– pru˚beˇžné sledování pru˚chodu˚ vlastních zameˇstnancu˚ se zobrazením fotografie
– zobrazené údaje lze editovat
– možnost vložení osoby na tzv. cˇernou listinu a zakázat jí vstup
– zjišteˇní prˇítomnosti navšteˇvovaných osob - pokud prˇichází návšteˇva za konkrétní oso-
bou, je vhodné zjistit, prˇítomnost konkrétní osoby
– zobrazuje prˇítomnost zameˇstnancu˚ v jednom strˇedisku nebo v celé spolecˇnosti a to
ke konkrétnímu datu. Možnost omezení zobrazení pouze na prˇítomné, pouze neprˇí-
tomné nebo obojí najednou.
– zadání pru˚chodu pracovníkovi, který si zapomneˇl identifikacˇní kartu (v tomto prˇí-
padeˇ se uvede pru˚chozí terminál PC)
– nabízí propojení s kamerami
• Prˇehledy:
– výbeˇr období, v rámci kterého bude proveden výstup - až 23 hodin zpeˇtneˇ
– na záznamy lze aplikovat ru˚zné omezující filtry - pro konkrétní výbeˇr
• Požadavky:
druh softwarové požadavky
docházkový server OS Windows 2000 a vyšší
klient OS Windows 2000 a vyšší
databáze MS SQL, Oracle
Tabulka 2.3: ANeT požadavky
2.5 COMINFO
Spolecˇnost COMINFO 4 nabízí systém INFOS, který prˇedstavuje ucelený balík softwarových
aplikací od rˇízení a definování vstupu˚, prˇes zpracování docházky, evidenci návšteˇvníku˚, ovlá-
dání parkovišt’, rˇízení výtahu˚ až po rˇešení objednávkového i restauracˇního stravování. Modul
pro evidenci návšteˇv nese název VISIT.
4. Další informace o firmeˇ dostupné z http://www.cominfo.cz
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2. SOUCˇASNÝ STAV
• Vstupní údaje prˇi prˇíchodu návšteˇvy:
– datum a cˇas prˇíchodu
– jméno a firma návšteˇvníka - lze zapsat novou osobu nebo vybrat ze seznamu již drˇíve
evidovaných návšteˇv
– navštívená osoba nebo jiný cíl návšteˇvy
– evidence vozidel
• Hlavní funkce programu:
– zobrazené údaje lze editovat
– lze kdykoli odepsat/zablokovat zvolenou návšteˇvu
– nabízí možnost kdykoli odepsat kartu návšteˇvy
• Prˇehledy:
– výbeˇr období, v rámci kterého bude proveden výstup
– fitrace podle potrˇeby
– dávkové (meˇsícˇní) uložení dat do archivu
• Požadavky:
druh softwarové požadavky
docházkový server OS Windows
klient OS Windows 98 a vyšší
databáze MS SQL 2000, Oracle, Informix
Tabulka 2.4: COMINFO požadavky
2.6 Trade FIDES
Spolecˇnost Trade FIDES 5 uvádí pouze základní informace o svém systému, za zmínku však
stojí prˇedevším díky zameˇrˇení na bezpecˇnost. Trade FIDES je také zajímavý rˇešením úložišteˇ
dat. Místo využití SQL databáze, vytvárˇí vlastní produkt LATIS SQL, který zajišt’uje integraci
a monitoring všech technologií. Umožnˇuje správu z jednoho pracovišteˇ, na kterém jsou všechna
data.
Trade FIDES implementuje modul MONITOR, který eviduje prˇítomnost všech uživatelu˚ na
pracovišti i návšteˇv. MONITOR je vhodný práveˇ pro využití na recepcích.
• Hlavní funkce programu:
– soucˇástí instalace je cˇtecí zarˇízení OCR kódu - umožnˇuje prˇecˇíst informace z obcˇan-
ského pru˚kazu
– karteˇ návšteˇvníka mu˚že být prˇideˇlena trasa, po které se mu˚že v objektu pohybovat
– karta se deaktivuje odchozí cˇtecˇkou





docházkový server OS Windows
klient OS Windows NT, 2000 a vyšší
databáze vlastní LATIS SQL rˇešení
Tabulka 2.5: Trade FIDES požadavky
2.7 GOLDCARD - GCS7800
Systém GCS7800 je softwarové rˇešení spolecˇnosti GOLDCARD 6, které se skládá z prˇístupo-
vého, docházkového, stravovacího, pokladního, hotelového zámkového systému a modulem pro
evidenci návšteˇv. Modul pro evidenci návšteˇv je napsán v Corel Paradox 7 a využívá databázo-
vou achitekturu typu file-server (paradoxová databáze).
• Vstupní údaje prˇi prˇíchodu návšteˇvy:
– datum a cˇas prˇíchodu - systém nabídne aktuální cˇas, recepcˇní má možnost zadat jinou
hodnotu
– jméno a firma návšteˇvníka - lze zapsat novou osobu nebo vybrat ze seznamu již drˇíve
evidovaných návšteˇv
– navštívená osoba nebo jiný cíl návšteˇvy
Obrázek 2.1: Okno pro vložení prˇíchozí návšteˇvy
• Hlavní funkce programu:
– evidované návšteˇvy jsou rˇazeny od nejnoveˇjší po nejstarší - zobrazení je na hlavní
obrazovce programu.
– v dolní cˇásti okna jsou uvedeny základní prˇehledy (soucˇty návšteˇv, prˇítomných lidí
ve firmeˇ)
6. Další informace o firmeˇ dostupné z http://www.goldcard.cz
7. Paradox je relacˇní databázový systém firmy Corel, který patrˇí do skupiny tzv. „malých“ stolních databází, optimalizo-
vaných pro provoz na osobních pocˇítacˇích nebo pro úlohu uživatelské cˇásti klient/server. Prostrˇedky paradoxu umožnˇují
naprˇíklad vytvorˇit databázovou tabulku, vkládat a vybírat data z databáze, tvorˇit formulárˇe pro zobrazení a vkládání dat,
tiskové sestavy a vytvárˇet vlastní aplikace pomocí programovacího jazyka ObjectPAL.
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– zobrazené údaje lze editovat
– lze kdykoli odepsat/zablokovat zvolenou návšteˇvu
Obrázek 2.2: Hlavní okno programu
• Prˇehledy:
– seznam aktuálních návšteˇv
– historie návšteˇv s možností filtrace podle:
– data prˇíchodu a odchodu
– cˇásti jména, prˇíjmení, firmy nebo karty návšteˇvy
– osoby, která je navšteˇvována
– detail návšteˇvy (jméno, prˇíjmení, firma)
• Požadavky:
druh softwarové požadavky
docházkový server OS Windows
klient OS Windows 98 a vyšší
databáze PARADOX - souborový prˇístup




Subversion je systém pro správu a verzování zdrojových kódu˚, je založený na principu cent-
rálního repozitárˇe. Je nezávislý na operacˇním systému a skládá se ze dvou hlavních cˇástí - klient-
ské a serverové cˇásti. Jako klienta pro Subversion server jsem použil TortoiseSVN8, který je urcˇen
pro operacˇní systém Windows. Klientská cˇást poskytuje nástroje pro práci s verzemi a komuni-
kaci se serverovou cˇástí. Serverová cˇást se stará o repository (centrální úložišteˇ dat).
Hlavní prˇednosti a vlastnosti:
• veškeré zmeˇny zvyšují verzi - naprˇíklad zmeˇna obsahu souboru, prˇejmenování, prˇesu-
nutí...
• neudržuje verze každého souboru zvlášt’. Udržuje jedno cˇíslo verze pro celou repository.
• usnadnˇuje práci prˇi soucˇasném vývoji více programátoru˚.
• automaticky je vytvárˇena dokumentace, co se s jakým souborem deˇlo.
• kdykoli je možné se vrátit ke kterékoli verzi. Pokud tedy víme, že neˇkterá vlastnost prˇed
týdnem fungovala, není nic jednoduššího než prˇepnout na verzi, která probeˇhla prˇed týd-
nem a porovnat zmeˇny.
2.9 Bugzilla
Bugzilla9 je webová aplikace pro sledování chyb (bug tracking), pu˚vodneˇ vyvinutá a použí-
vaná organizací Mozilla. Jde o open source software s licencí Mozilla Public License, která je
používána v mnoha proprietárních i open source projektech. [24]
Hlavní prˇednosti a vlastnosti:
• umožnˇuje sdílení informací naprˇícˇ celým týmem.
• okamžitý prˇehled o stavu software.
• kvalifikované rozhodování o vydání verze.
• automaticky vznikající záznam historie.
• u chyb je možné definovat rˇadu parametru˚ (popis, stav, závažnost, apod.) a lze k nim prˇi-
dávat komentárˇe, záplaty atd.
• umožnˇuje sledování prostrˇednictvím elektronické pošty (informace o provedených zmeˇ-
nách prˇijdou do e-mailové schránky).
• obsahuje systém skupin a prˇideˇlování práv - ru˚zní uživatelé mohou mít ru˚zná oprávneˇní,
nahlášené bugy mohou být viditelné pouze pro vybranou skupinu vývojárˇu˚.
• zlepšení kvality software.
• zajišteˇní odpoveˇdnosti.
• zlepšení komunikace v týmu.
Doplnˇující informace o úcˇelu bug tracking systému jsou v použité literaturˇe [10], [8].
8. Dostupné z http://tortoisesvn.tigris.org




K apitola blíže specifikuje cíle projektu a prostrˇedky k jeho dosažení. Popisuje použité knihovny,nástroje a výhody, které tyto knihovny cˇi nástroje do projektu prˇináší. Prˇed samotným za-
cˇátkem programování jsem veˇnoval hodneˇ cˇasu prˇípraveˇ, abych prˇedešel prˇípadným nekom-
patibilitám a dal projektu maximální možnost rozvoje. Všechny mé postrˇehy k prˇípraveˇ, jsou
zaznamenány zde.
3.1 Základní cíle projektu
Na zacˇátku jsem s potenciálním zájemcem o produkt konzultoval, co by ocˇekával od nového
softwaru. Chteˇl jsem se poucˇit z chyb, které byly ucˇineˇny v minulosti. Zárovenˇ jsem si kladl
otázky: „Jak by to šlo udeˇlat lépe? Jak zachovat prˇehlednost ve složitém projektu? Jaké jsou po-
žadavky uživatelu˚? Jaké jsou problémy prˇi vývoji soucˇasného software?“
Po konzultaci jsem došel k názoru, že mu˚j úkol není pouhé naprogramování kódu. Mu˚j úkol
byl mnohem komplexneˇjší, než pouhá „implementace grafického rozhraní“.
Z rozhovoru jsem stanovil peˇt hlavních cílu˚, na které bude od samotného zacˇátku kladen
velký du˚raz. Zárovenˇ tak byl stanoven smeˇr, kterým se bude program ubírat.
1. Evidence a rˇízení návšteˇv je pouze jeden modul, který se v budoucnu stane soucˇástí daleko
veˇtšího balíku. Evidence a rˇízení návšteˇv musí položit základy pro další programový roz-
voj. Od zacˇátku je trˇeba myslet na to, aby šlo co nejvíce kódu využít (recyklovat) v dalších
modulech (které nejsou soucˇástí této bakalárˇské práce). Na budoucím rozvoji se tak mohou
podílet jiní programátorˇi.
2. Stabilita databáze.
Dosavadní systém byl založen na databázi typu „file-server“, docházelo tak ve veˇtších
sítích k samovolnému poškozování tabulek. Proto musí být nasazeno jiné rˇešení.
3. Prˇehlednost a složitost ovládání softwaru.
Prˇi konzultaci vyplynula na povrch stížnost, že nemalá cˇást problému˚ je zpu˚sobena nepo-
chopením zákazníka. Zákazník deˇlá obslužné chyby prˇi ovládání programu. K tomuto se
nabízí hned neˇkolik otázek. Není stávající ovládání softwaru prˇíliš složité? Je ovládání do-
statecˇneˇ intuitivní. Byl zákazník dostatecˇneˇ zaškolen? Nikdo si bohužel nevedl statistiky
cˇetnosti a druhu chyb prˇi ovládání programu. Bylo to však vnímáno jako dostatecˇneˇ du˚le-
žitý problém.
Jak tento problém vyrˇešit? Obávám se, že na úplné rˇešení nemám dostatek vstupních in-
formací. Mohu se ovšem postarat o prevenci a analýzu. Prevence spocˇívá v tom, že bude
du˚sledneˇ zaznamenáváno, co ve kterou chvíli zákazník deˇlá. Bude tak možné sestavit sled
událostí, které vedly k pádu programu. Stejneˇ tak bude možné ze záznamu vytvorˇit statis-
tiky a vyhodnotit tak problémové prvky programu, což je ale dlouhodobeˇjší záležitost.
Další krok, kterým mohu napomoci k prevenci uživatelských chyb, je zameˇrˇení se na jed-
noduchost ovládání. Du˚ležité je vhodneˇ a logicky seskupit ovládací prvky programu tak,
aby se neznalý uživatel jednoduše dovtípil, co má pod daným ovládacím prvkem nalézt.
Platí pravidlo, že jeden obrázek vydá za 1000 slov, proto musí být soucˇástí programu vhodné
ikony. Není trˇeba zákazníka ohromit velkou spoustou tlacˇítek, z nichž veˇtšina bude plnit
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stejnou funkci, jen trochu jinak. Uživatel bude ve skutecˇnosti stejneˇ využívat pouze cˇást
funkcionality programu. Prˇedevším je du˚ležité pokrýt hlavní funkce programu.
„Recyklace“ formulárˇových oken je také krokem k prˇehlednosti programu. Jednoduchý
prˇíklad nalezneme prˇi vkládání a upravování záznamu˚. Pokud použiji pro obeˇ funkce
stejné formulárˇové okno, uživatel bude okamžiteˇ veˇdeˇt, co deˇlat. Kdybych použil jiné
okno, zbytecˇneˇ udeˇlám systém složiteˇjší a uživatel se bude muset naucˇit ovládat každé
okno zvlášt’. Na recyklaci oken je trˇeba myslet i do budoucna. Stejná formulárˇová okna
v rámci celého programového celku (pro všechny moduly) jsou velmi du˚ležitá.
4. Chyby v programu.
Prˇítomnost testera u projektu, který po vydání nové verze programu otestuje funkcˇnost,
je naprosto nedostacˇující. Tester samozrˇejmeˇ neˇkteré chyby v programu odhalí - zejména
chyby v grafickém rozhraní. V testerových silách však není odhalit všechny chyby v datové
cˇásti. Další nevýhodou je, že spousta organizací veˇnuje testování programu˚ pouze mizivé
procento cˇasu. Pokud provedeme drobnou zmeˇnu programu, nebudeme prˇece testera vu˚-
bec obteˇžovat. Bohužel i drobná zmeˇna programu mu˚že ovlivnit (a ve veˇtšineˇ prˇípadu˚ také
ovlivní) další funkce programu.
Není možné, aby tester všechny tyto zdroje chyb eliminoval. Lze s tím neˇco udeˇlat? Ano,
lze. Je nacˇase se seznámit s pojmem „unit testing“ a zacˇlenit unitové testy do programu.
Pod pojem unit testing se zahrnují nástroje, metodika a cˇinnost, jejímž cílem je oveˇrˇo-
vání správné funkcˇnosti dílcˇích cˇástí neboli jednotek zdrojového textu.[29] Více se unit
testingem budu zabývat hloubeˇji v této kapitole.
5. Organizace vývoje.
U instalace stávajícího softwaru GCS7900 docházelo v rˇadeˇ prˇípadu˚ ke kuriozním situ-
acím. Jedním slovem chaos. Neexistoval žádný centrální systém hlášení chyb ani rˇádný
verzovací systém. Každý servisní pracovník meˇl na svém PC aplikaci, kterou instaloval.
Pokud v aplikaci objevil servisní pracovník chybu, vývojárˇ dodal konkrétnímu servisnímu
pracovníkovi opravenou knihovnu. Servisní pracovník pak provedl instalaci u zákazníka.
V praxi to znamenalo, že každý servisní pracovník i zákazník meˇli unikátní verzi aplikace.
Samozrˇejmeˇ, že postupneˇ existovaly snahy o vylepšení této situace, nicméneˇ výsledek ne-
byl dostacˇující.
Proto jsem nastudoval a navrhl dveˇ aplikace, které zlepšily organizaci vývoje. Pro rˇízení
verzí jsem aplikoval Subversion 1 a pro hlášení chyb (dále bugreporting) jsem nainstaloval
bugreporting systém Bugzilla 2. Obeˇ zminˇované aplikace jsem zacˇal aktivneˇ používat a se-
známil s nimi i servisní pracovníky.
3.2 Všeobecné požadavky na systémy evidence návšteˇv
Všeobecné požadavky na systémy evidence návšteˇv lze rozdeˇlit do trˇí kategorií.
1. Operacˇní systém - všechny analyzované systémy evidence návšteˇv pracují pouze na ope-
racˇním systému Microsoft Windows. Je to dáno prˇedevším kvu˚li orientaci na koncového
zákazníka a urcˇiteˇ i historickým vývojem. Žádný ze systému˚ nebyl optimalizován pro
GNU Linux.
Nový systém evidence návšteˇv proto musí bezpodmínecˇneˇ beˇžet na OS Windows. Pokud
by se program podarˇilo optimalizovat i pro GNU Linux, byla by to sladká trˇešnicˇka na
dortu. Nicméneˇ optimalizace pro GNU Linux není podmínkou.
2. Databáze - databázový systém musí být prˇedevším stabilní a spolehlivý. Protože je modul
návšteˇv soucˇástí veˇtšího softwarového celku, musíme pocˇítat s nemalým zatížením data-
bázového serveru. Z tohoto du˚vodu není možné použít databázový server s architekturou
1. Dostupné z http://subversion.tigris.org
2. Dostupné z http://www.bugzilla.org
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typu „PC file-server“. Z architektury typu „klient-server“ lze zvolit neˇkterou z teˇchto da-
tabází: MS SQL, MySQL, Firebird, Oracle.
Mu˚žeme zvolit i neˇkterou z méneˇ známých kvalitních databází. Nicméneˇ vystavujeme se
tak riziku, že potenciální zákazník odmítne méneˇ známou databázi, protože má už za-
koupenu neˇkterou z výše jmenovaných. Investice do správy další databáze budou proto
nežádoucí.
3. Základní funkce systému evidence návšteˇv - mezi základní funkce samozrˇejmeˇ patrˇí vklá-
dání návšteˇv. Vhodná je také editace návšteˇvy (v prˇípadeˇ prˇeklepu). Program musí v kaž-
dém okamžiku zobrazovat aktuální stav návšteˇv, pocˇet prˇítomných návšteˇv, pocˇet ukoncˇe-
ných návšteˇv, cˇas prˇíchodu a cˇas odchodu návšteˇvy. V prˇípadeˇ ztráty návšteˇvnické karty
musí být možné zapsanou návšteˇvu rucˇneˇ ukoncˇit.
Co se týcˇe historie posledních návšteˇv - je nutné, aby program umožnˇoval filtrování ulo-
žených záznamu˚. Nabízí se filtrace podle data, jména návšteˇvy, navšteˇvované osoby cˇi ná-
všteˇvnické karty. Samozrˇejmostí je pak detail informací o návšteˇveˇ samotné, vcˇetneˇ celkové
doby strávené v budoveˇ.
Každého urcˇiteˇ napadne spousta dalších funkcí, které by modul návšteˇv mohl zahrnovat.
Zminˇované funkce jsou pouze základní - tedy funkce, které by v žádném modulu návšteˇv
nemeˇly chybeˇt.
3.3 Implementacˇní platformy
Vhodná volba implementacˇní platformy je du˚ležitým krokem pro budoucí rozvoj programu.
Nabízí se neˇkterý z trˇídních jazyku˚, založených na objektoveˇ orientovaném paradigmatu. Objek-
toveˇ orientované jazyky prˇináší výhody prˇedevším ve vyšší mírˇe abstrakce, jednodušší dekom-
pozici problému˚, udržovatelnosti a rozširˇitelnosti. Mají složiteˇjší sémantiku, vyžadují více cˇasu
na naucˇení a výsledný generovaný kód je pomalejší, nicméneˇ výhody mnohonásobneˇ prˇevyšují
nevýhody. Jako hlavní zástupce teˇchto jazyku˚ jmenuji C++ nebo Object Pascal.
Prˇi volbeˇ jazyka však nesmíme zapomenout ani na interpretacˇní jazyky, které taktéž mohou
patrˇit do množiny objektoveˇ orientovaných. Tyto jazyky nevytvárˇejí strojový kód, nýbrž virtu-
ální strojový kód, který není interpretován prˇímo procesorem, ale prostrˇednictvím tzv. virtuál-
ního stroje. Virtuální stroj je speciální softwarová mezivrstva, jejímž primárním úcˇelem je odstínit
hardwarová specifika pocˇítacˇe. Vykonávání kódu probíhá na virtálním stroji, díky cˇemuž je dosa-
ženo naprosté nezávisloti na konkrétní platformeˇ. Výsledná aplikace beˇží pomaleji, než aplikace
kompilovaná prˇímo do strojového kódu, ale její kód je zato (alesponˇ teoreticky) použitelný na
ru˚zných typech procesoru˚ a operacˇních systému˚.
Jako mezikód se ve veˇtšineˇ prˇípadu˚ využívá tzv. bytekód, což je binární forma mezikódu s cˇle-
neˇním po bytech. Bytekód je nezávislý na platformeˇ, oproti prˇímé interpretaci ze zdrojových
kódu˚ je rychlejší a nevyžaduje prˇekladacˇ jako soucˇást virtuálního stroje. Typickými prˇedstaviteli
interpretacˇních jazyku˚ jsou Java nebo C#.
Prˇíkladem je bytekód vytvárˇený programovacím jazykem Java. Se zajímavou nabídkou také
prˇichází „.NET framework“ od firmy Microsoft, jehož výhodou je dostupnost kompilátoru˚ pro
více jazyku˚ (C++, C#, J#, . . . ). Primární urcˇení tohoto frameworku je bohužel pro operacˇní sys-
témy Windows. Tento nedostatek se snaží rˇešit opensource alternativa Mono, obsahující také prˇe-
kladacˇ jazyka C#.
Vzhledem k rozvoji mobilních platforem a dalších elektronických zarˇízení, si dokáži živeˇ
prˇedstavit, že v budoucnu nebude na vrátnici klasické PC, tak je je známe dnes. Již nyní jsou po-
pulární elektronické pokladny a jiná zarˇízení, která mohou mít ru˚zné hardwarové architektury.
Pro zachování jakési univerzálnosti a prˇenositelnosti kódu, jsem se rozhodl jít cestou interpretacˇ-
ních jazyku˚. Nyní je trˇeba rozhodnout se mezi Javou a C#.
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Jazyk Java nabízí jasné výhody:
• nezávislost na operacˇním systému (MS Windows i GNU Linux)
• profesionální vývojové prostrˇedí je dostupné zdarma i pro komercˇní využití
• cena
To co je jsem zminˇoval jako výhody pro Javu, je pro .NET framework nevýhodou.
• prˇestože vznikají projekty jako je Mono, nelze hovorˇit o dostatecˇné nezávislosti na operacˇ-
ním systému. Mono je samozrˇejmeˇ ve vývoji opoždeˇné a už vu˚bec nelze mluvit o 100%
kompatibiliteˇ kódu. V tomto ohledu je Java jasnou jednicˇkou na trhu.
• pro vývoj aplikací v .NET frameworku je urcˇeno Visual studio. Jedná se o velmi kvalitní
vývojové prostrˇedí, které nabízí vývoj v neˇkolika programovacích jazycích. Profesionální
verze Visual Studia není zrovna levnou záležitostí. Pokud bychom chteˇli zmenšit pocˇátecˇní
investice na vývoj, Microsoft nabízí orˇezanou verzi Visual studia, která nese název Visual
Studio Express Edition. Tato verze je sice orˇezána o plnou funkcionalitu, nicméneˇ je nabízena
zdarma i pro komercˇní užití.
.NET framework však oproti Javeˇ nabízí kompilátory pro více jazyku˚, což mu˚že znamenat
pro firmy velkou výhodu. Prˇedstavme si situaci, že má firma cˇást programátoru˚, kterˇí jsou se-
známeni s firemní problematikou a jejich znalosti jsou pro firmu velmi cenné. Tito programátorˇi
ovládají jazyk C++. Nahrazení takového zameˇstnance neprˇipadá v úvahu a prˇeškolení na jiný
programovací jazyk není krátkodobou záležitostí. .NET framework tyto problémy stírá. Cˇást za-
meˇstnancu˚ mu˚že vytvárˇet moduly v C++ a cˇást v C#. Organizace a logické rozcˇleneˇní kódu už
záleží na konkrétní firmeˇ.
Mezi další výhody zminˇovaného .NET frameworku patrˇí velmi silná podpora ze strany vý-
robce a user-friendly prostrˇedí. Cˇasto se také setkávám s názorem: „Kdo jiný by meˇl mít lepší
vývojové prostrˇedí cˇi programovací jazyk pro Microsoft Windows než samotný Microsoft?“
Cílem této kapitoly není popis vývojových prostrˇedí do hloubky. Du˚ležité bylo sdeˇlit, jaké
jsou možnosti a vybrat tu nejvhodneˇjší. Po rozboru se jako nejvhodneˇjší jevilo použití .NET fra-
meworku v kombinaci s jazykem C#.
3.4 NUnit
NUnit3 je unit-testing framework pro všechny .NET jazyky. Slovní spojení unit testing se pou-
žívá jako pojem, protože v cˇeském jazyce nemá ustálený prˇeklad. Unit testing by se dal prˇeložit
jako testování jednotek. Unit testing souvisí s vývojem programu˚. Koncoví uživatelé se s ním
proto nesetkávají.
Jednotkový test je test pro urcˇitou jednotku. V ideálním prˇípadeˇ by meˇl být každý testovaný
prˇípad nezávislý na ostatních. Prˇi testování se snažíme testovanou cˇást izolovat od ostatních cˇástí
programu. Za tím úcˇelem se neˇkdy vytvárˇejí pomocné objekty, které simulují prˇedpokládaný
kontext, ve kterém testovaná cˇást pracuje. Technika unit testing je jednou z klícˇových soucˇástí
metodiky, která se nazývá extrémní programování.[29]
V praxi to znamená, vytvorˇení sady metod, které testují metody programu. Rˇekneˇme, že
máme knihovnu databaze.dll s metodou vyberAktualniZamestnance(), která vrátí seznam aktuál-
ních zameˇstnancu˚. Pak vytvorˇíme knihovnu databaze-tests.dll s testovací metodou testVyberAktu-
alniZamestnance(). Testovací metoda nejprve vloží seznam neˇkolika zameˇstnancu˚, kterˇí musí být
vyhodnoceni jako prˇítomní a neˇkolik zameˇstnancu˚, kterˇí musí být vyhodnoceni, jako neprˇítomní.
Testovací metoda pak volá metodu vyberAktualniZamestnance() a porovnává prˇedpokládaný stav
se skutecˇným. Pokud je shoda prˇedpokladu˚ se skutecˇností, pak je vhodné, aby po sobeˇ testovací
metoda uklidila (smazala vložené testovací údaje).
3. Dostupné z http://nunit.org
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Tímto zpu˚sobem se snažíme otestovat všechny funkce a zárovenˇ všechny stavy, ve kterých
se mu˚že funkce nacházet. Urcˇiteˇ mi dáte za pravdu, když rˇeknu, že rucˇní testování všech stavu˚
jedné funkce je oproti této metodeˇ naprosto neefektivní záležitost. V ideálním prˇípadeˇ nejprve
napíšeme testovací metody a pak teprve zacˇneme vytvárˇet program. Cˇasto si tím ujasníme, co je
vlastneˇ náplní jednotlivých metod.
Cˇasem v programovém kódu neˇco zmeˇníme, ale tato zmeˇna mu˚že neprˇedvídatelneˇ ovlivnit
další funkcie. Není nic jednoduššího, než spustit sadu testu˚, které oveˇrˇí, že všechno funguje podle
našich ocˇekávání. Výsledkem je statistika, která rˇekne, kolik testu˚ selhalo a z jakého du˚vodu.
NUnit samozrˇejmeˇ není plnohodnotnou náhradou testera. Hodí se spíše na testování dato-
vých cˇástí programu, grafické rozhraní tímto zpu˚sobem neotestujete. Další nevýhodou jsou po-
cˇátecˇní investice - musíte naprogramovat testovací trˇídy.
Celkoveˇ je NUnit velmi kvalitní a užitecˇný nástroj. Z dlouhodobého hlediska vám kvalitní
testování zvýší efektivitu vývoje softwaru, ušetrˇí cˇas a znatelneˇ zredukuje pocˇet chyb.
3.5 ORM (Object Relational Mapping)
Objektoveˇ-relacˇní mapování (ORM) rˇeší rozdílnost mezi objektovým a relacˇním paradigma-
tem a vytvárˇí mezi nimi most. Tento most umožnˇuje v objektoveˇ-orientovaném programování
vytvárˇet objektový kód, bez nutnosti psaní SQL prˇíkazu˚. Potrˇebné SQL dotazy jsou automaticky
generovány ORM systémem. Bez ORM rˇešení jsou vývojárˇi nuceni prˇistupovat ke stejným da-
tu˚m dveˇma rozdílnými zpu˚soby. Nejdrˇíve je nutné vytvorˇit objektový programový model a pak
tento model plnit daty z databáze, pomocí SQL dotazu˚. Díky ORM stacˇí vytvorˇit objektový pro-
gramový model, do kterého budou data z databáze snadno namapována.
Vzhledem k existenci veˇtšího mnoštví ORM nástroju˚, stojíme prˇed otázkou, který si vlastneˇ
vybrat? Pro neˇkteré bude první volbou LINQ to SQL. Toto rˇešení lze bohužel uplatnit pouze
u jednoduchého mapování (1:1). Další nevýhodou LINQ to SQL je závislost na MS SQL, i když
se nyní objevují snahy portovat tento nástroj i pro jiné databáze.
Procˇ používat ORM?
• Mezi nejveˇtší výhody patrˇí možnost pracovat s objekty a ne s SQL prˇíkazy.
• Prˇi použití vhodného ORM lze dosáhnout nezávislosti na typu databáze. ORM nástroj je
vrstva nad databází - databázové dotazy generuje ORM. Záleží na použitém ORM, zda
obsahuje logiku pro ru˚zné druhy databází. ORM je velmi vhodné pro produkty u nichž si
klienti urcˇují typ databáze.
• Query Language (QL), který je soucˇástí ORM a slouží k dotazování na data v databázi,
pracuje s objekty a ne s databázovými tabulkami.
• ORM sice prˇedstavují urcˇitou záteˇž pro systém, ale u soucˇasných pocˇítacˇových sestav to
není neprˇekonatelný problém.
• U veˇtšiny ORM je možné použít nativních SQL dotazu˚ pro optimalizaci výkonu nad danou
databází. ORM pak umožní snadno namapovat výsledek SQL dotazu zpeˇt na objekty.
• ORM generují velmi dobré SQL dotazy a mohou být lepší než rucˇneˇ vytvorˇený dotaz vý-
vojárˇe, protože ORM cˇasto znají optimální varianty pro konkrétní databázi. Vývojárˇi tak
nemusí být zrovna experty prˇes databáze.
Jaké jsou nevýhody?
• ORM nástroje jsou velmi komplexní a vyžadují dobré znalosti. Vznikají tak pocˇátecˇní in-
vestice na pochopení a seznámení se s nástrojem.
• I když ORM generují velmi dobré SQL dotazy, nemusí být tyto dotazy vždy optimální
a proto ORM stále vyžaduje znalost jazyka SQL.
15
3. NÁVRH IMPLEMENTACE
• Je na zváženou, zda využít takto komplexní ORM nástroj u malého projektu. Režie na
mapování a konfiguracˇní nastavení mu˚že prˇevýšit dobu, potrˇebnou na vytvorˇeních primi-
tivních SQL dotazu˚.
3.6 NHibernate
NHibernate4 je open source ORM nástroj licencovaný pod GNU Lesser General Public Li-
cense. Projekt má široké zázemí a vznikl portací pu˚vodního Hibernate, který je napsaný v Javeˇ.
NHibernate je nezávislý na databázovém systému a nevyžaduje žádné zmeˇny v objektovém
modelu ani v databázi. Jednoduše si namapujeme databázové schéma bez nutnosti zásahu do
struktury tabulek.
Mapování databázových tabulek na objektový model se provádí formou XML souboru˚, je-
hož nevýhodou je, že jejich psaní je zdlouhavé a do spušteˇní programu nemáme jistotu, že jsou
tabulky namapovány správneˇ. Vzniká nám tak další potenciální zdroj chyb. Jednou z možností,
jak tyto chyby minimalizovat je použití ru˚zných generátoru˚, které automaticky vytvorˇí XMLka
podle databáze. Tyto generátory však nevygenerují vše podle našich prˇedstav. Nakonec tak stejneˇ
sklouzneme k rucˇnímu zásahu do mapovacího XML souboru. Další alternativou, jak minimali-
zovat chyby prˇi mapování, je použít projekt Fluent NHibernate, který umožnˇuje psát mapování
prˇímo v jazyce C# a kontroluje tak správnost v dobeˇ prˇekladu.
Pro prˇedstavu uvádím prˇíklad jednoduchého mapování nejdrˇíve pomocí XML souboru a po-
sléze prˇímo v jazyce C# s využitím frameworku Fluent NHibernate. Budeme mapovat jednodu-
chou trˇídu TaskMap, která má 3 parametry: Id (primární klícˇ), TaskName a Date.








<property name="TaskName" column="Name" length="35" />
<property name="Date" column="Date" />
</class>
</hibernate-mapping>
A nyní mapování stejné trˇídy za pomoci Fluent NHibernate:









Prˇi komunikaci našeho programu s databází nejprve vytvorˇíme sezení (session). Zmeˇny, které
provedeme v rámci tohoto sezení nejsou ihned reflektovány do databáze. Ocˇekává se, že zmeˇnu
objektu potvrdíme rucˇneˇ.
4. Dostupné z http://www.nhibernate.org
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var config = new Configuration();
config.AddAssembly("NaseAssemblySMappingSoubory");
var factory = config.BuildSessionFactory();
using (ISession session = factory.OpenSession())
{
TaskMap task = session.Get(1); // nacˇtení záznamu z databáze
task.TaskName = "novejmeno"; // nastaví jméno záznamu z db





NHibernate podporuje lazy loading. Lazy loading zajišt’uje, nacˇtení je jedné úrovneˇ objektu z da-
tabáze. Pokud by meˇl náš objekt TaskMap atribut, který by byl taktéž typu TaskMap, nebude tento
rekurzivní parametr nacˇten. Abychom tento rekurzivní parametr nacˇetli, museli bychom lazy
loading potlacˇit, provést upravu mapování nebo explicitneˇ požádat o nacˇtení rekurzivního pa-
rametru. Lazy loading se nedoporucˇuje vypínat. Mohlo by dojít k situaci, že program bude ne-
ustále nacˇítat celou databázi, místo toho, aby nacˇetl data z tabulek, které potrˇebuje momentálneˇ
ke své práci.
Dotazování
Tak jako je SQL dotazovací jazyk u databází, tak jsou HQL a NHibernate Criteria API dotazovací
jazyky nad objekty v NHibernate. Další možností, je využít vlastností jazyka LINQ.
3.7 LINQ
LINQ (anglicky Language Integrated Query) je integrovaný jazyk pro dotazování, který byl
prˇedstaven spolu s jazyky C# 3.0 a Visual Basic 9 spolu s .NET Frameworkem 3.5. LINQ prˇináší
nový zpu˚sob pro dotazování nad libovolnými daty, usnadnˇuje jejich tvorbu, trˇídeˇní, propojování
i vyhledávání v nich.[25]
Existuje neˇkolik oficiálních implementací LINQ od Microsoftu, které by meˇly pokrýt beˇžné
potrˇeby pro tvorbu aplikací, pracujících s daty.
• LINQ to Objects – Implementace LINQ pro standardní kolekce nacházející se v pameˇti
• LINQ to XML – Implementace LINQ pro práci s XML daty
• LINQ to DataSet – Implementace LINQ pro práci s ADO .NET datasety
• LINQ to SQL – Implementace LINQ pro Microsoft SQL Server 2000 a vyšší. Umožnˇuje
dotazování nad databází MS SQL. MS SQL má vlastní dotazovací jazyk SQL, takže se ve
skutecˇnosti všechny dotazy LINQu mapují na SQL prˇíkazy. Skutecˇnou konverzi ale pro-
gramátor nevidí. Výhodou použití LINQu je zejména objektový pohled na data.
Objevují se i další implementtace LINQu, naprˇíklad LINQ to Amazon, který slouží pro vy-




Velká výhoda tohoto dotazovacího jazyka je, že odhalý chyby již v dobeˇ kompilace. Drtivá
veˇtšina chyb je tak odhalena, což se nám naprˇíklad prˇi použití dotazovacího jazyka SQL nepo-
darˇí. Pomocí tohoto prˇístupu lze pracovat takrˇka s jakýmikoliv daty. Du˚sledkem toho je, že se
sjednocuje zpu˚sob práce s daty ru˚zných zdroju˚ cˇi druhu˚.
Prˇestože primárním prˇínosem dotazovacího jazyka LINQ efektivita, prˇi dotazování nad daty,
lze data také modifikovat. Naprˇíklad LINQ to SQL nám jednak umožnˇuje jednoduše a typoveˇ
provádeˇt dotazy nad databází SQL server a za druhé máme možnost modifikace teˇchto dat. Díky
tomuto se z LINQ stává skveˇle použitelný objektoveˇ-relacˇní mapper.
Prˇíklad použití LINQ nad kolekcí
Tento prˇíklad ukazuje výbeˇr všech rˇeteˇžcu˚, jejichž délka je menší než 5 znaku˚. Nakonec jsou rˇe-
teˇzce setrˇídeˇny podle abecedy.
Druhý rˇádek kódu ukazuje prˇíklad použití dotazovacího jazyka LINQ. Rˇádek zacˇíná klícˇovým
slovem var, což kompilátoru sdeˇlí, že si má typ deklarované promeˇnné odvodit sám, z dalšího
kontextu. Prˇíkaz from p in zakaznici znamená, že všechna jména zákazníku˚ budou postupneˇ prˇi-
rˇazena do promeˇnné p. Klícˇové slovo where pak omezí výbeˇr zákazníku˚ dle našich požadavku˚.
string[] zakaznici = {"Petr", "Pavel", "Mirek", "Jan", "Jirˇí"};
var jmena = from p in zakaznici
where p.Length < 5
orderby p
select p;




// výstupem budou jména v tomto porˇadí: Jan, Jirˇí, Petr
Prˇíklad použití Lambda výrazu˚
LINQ je možné použít i v jiné formeˇ – pomocí rozširˇujících metod a Lambda výrazu˚. Zde je
ukázka kódu, jehož výsledek je stejný, jako u prˇedchozího prˇíkladu.
Kód na druhém rˇádku zakaznici.Where(p => p.Length < 5).OrderBy(p => p) využívá Lambda vý-
razu˚. Za promeˇnnou p postupneˇ dosadí jednotlivá jména z promeˇnné zakaznici a uplatní na nich
podmínky.
string[] zakaznici = {"Petr", "Pavel", "Mirek", "Jan", "Jirˇí"};
var jmena = zakaznici.Where(p => p.Length < 5).OrderBy(p => p);








Jednou z vlastnotí LINQ je, že pomeˇrneˇ velká cˇást z množiny standard query operator metod
není spoušteˇna ihned v dobeˇ vytvorˇení LINQ dotazu. U prˇedchozích prˇíkladu˚ není do promeˇnné
jmena ihned dosazen vyhodnocený výsledek dotazu. K vyhodnocení dojde, až když je tomu po-
trˇeba. Tuto vlastnost oceníte zejména v implementaci LINQ to SQL. Zde nebude proveden dotaz
do databáze, dokud ho nebude skutecˇneˇ potrˇeba.
3.8 LINQ to NHibernate nebo DbLinq?
Dotazovací jazyk LINQ jsem shledal natolik užitecˇným, že jsem se rozhodl pro jeho použití.
Je zde ale ješteˇ jeden závažný problém. Použitím implementace LINQ to SQL od spolecˇnosti
Microsoft by byl výsledný produkt svázán pouze s databází MS SQL. Jeden z mých cílu˚ však
hovorˇí o tom, že je trˇeba dosáhnout nezávislosti na typu databáze.
DbLinq
Projekt DbLinq6 se snaží o implementaci LINQ to SQL hned pro neˇkolik databázových serveru˚:
Oracle, PostgreSQL, MySQL, Ingres, SQLite, Firebird, MS SQL. DbLinq tedy z pocˇátku vypadal na
vhodného kandidáta. Prˇi testování jsem však narazil na neˇkolik vážných problému˚, které vedly
k zamítnutí tohoto projektu:
1. jedná se o relativneˇ mladý projekt, který nemá dostatecˇnou komunitní základnu a o bu-
doucí podporˇe projektu lze v soucˇasné chvíli pouze spekulovat.
2. nedostatecˇná dokumentace projektu.
3. v prˇípadeˇ, že nebude implementace dotazovacího jazyka LINQ úplná, je nutné prˇikrocˇit
k dotazování pomocí jazyka SQL. Tím ztratíme možnost nezávislosti na typu databáze.
4. umožnˇuje pouze jednoduché mapování tabulek 1:1. Prˇi složiteˇjší konstrukci databáze nebo
veˇtší programové abstrakci prˇicházíme o neˇkteré výhody. Naprˇíklad možnost definovat
složiteˇjší integritní omezení v rámci mapování databáze.
Linq to NHibernate
Projekt Linq to NHibernate7 (Linq2NHibernate) je nádstavba nad samotným NHibernate. Projekt
byl sice v dobeˇ psaní této práce ve stádiu alfa verze, nicméneˇ už v soucˇasnosti se teˇší velkému
zájmu.
Použití této nádstavby nad NHibernate rˇeší veˇtšinu problému˚, které bránily využití DbLinq. NHi-
bernate je široce užívaný ORM nástroj, má silné komunitní zázemí a je léty proveˇrˇený spoustou
vývojárˇu˚. Umožnˇuje složité mapování a tím nabízí veˇtší programovou abstrakci. Definice in-
tegritních omezení taktéž není prˇekážkou. Linq2NHibernate bude nad tímto základem sloužit
pouze k dotazování. Mu˚že se samozrˇejmeˇ stát, že implementace Linq2NHibernate nebude úplná,
nebo v Linq2NHibernate nebude možné vytvorˇit složiteˇjší dotaz. V tom prˇípadeˇ se nestane nic
horšího, než že bude nutné použít standardní dotazovací jazyk pro NHibernate - jazyk HQL.
Tímto krokem však neztrácíme možnost nezávislosti na typu databáze.
Dotazovací jazyk LINQ je natolik zajímavé rˇešení, že jsem se rozhodl o jeho využití. Proto jsem
se rozhodl použít projekt Linq2NHibernate i prˇesto, že je teprve ve stádiu alfa verze. Oproti pro-
jektu DbLinq však prˇináší nesporné výhody.






Log4net8 je nástroj licencovaný pod Apache License v. 2.0, který pomáhá se zápisem zpráv
o cˇinnosti programu do ru˚zných výstupních formátu˚. Log4net vznikl portací pu˚vodního log4j,
který je vyvíjen od roku 1996. Jedná se o proveˇrˇenou architekturu, která již byla portována do 12
ru˚zných jazyku˚. Cílem log4net je poskytnout nástroje, pro efektivní a snadné logování, pro úcˇely
debugování a auditu aplikací.
Log4net kategorizuje logování do teˇchto úrovní: DEBUG, INFO, WARN, ERROR a FATAL. Je
optimalizovaný pro rychlé zpracování a lze meˇnit jeho nastavení za beˇhu ladeˇné aplikace.
Níže uvádím prˇíklad logování aplikace do textového souboru. Z prˇíkladu je videˇt neˇkolik
úrovní logování, jaký byl sled událostí a mnoho dalšího. Formát logování u prˇíkladu je následu-
jící:
datum [cˇíslo vlákna] úrovenˇ knihovna [doména uživatel@jméno-pocˇítace [ip-adresa]] [jméno spušteˇného
okna] - samotná zpráva.
Je videˇt, že se zaznamenává nemalé množství událostí. Každý vývojárˇ si mu˚že zvolit, jaké
informace zaznamenávat a úrovenˇ jejich zaznamenávání (DEBUG, ERROR, . . . ). Kromeˇ ukládání
záznamu do textového souboru, nabízí log4net naprˇíklad záznam do: konzole, Windows, da-
tabáze, e-mailu, záznam prˇes sít’ a mnoho dalších. Veškeré nastavení pro logování je uloženo
v textovém konfiguracˇním souboru, který je prˇikládán k vyvíjené aplikaci. Zmeˇnou textového
souboru mu˚žete zmeˇnit zaznamenávané informace, bez rekompilace a to i za beˇhu ladeˇné apli-
kace.
2009-04-27 23:24:50,290 [1500] DEBUG gcs7900.Program [ASUS-GENTOO\
nosek@ASUS-GENTOO[10.0.2.15]] [(null)] - INITIALIZATION.
2009-04-27 23:24:50,641 [1500] DEBUG language.Language [ASUS-GENTOO\
nosek@ASUS-GENTOO[10.0.2.15]] [(null)] -
C:\Projects\gcs7900\gcs7900\bin\Debug\lang\cs.xml
2009-04-27 23:24:51,933 [1500] INFO NHibernate.Cfg.Environment
[ASUS-GENTOO\nosek@ASUS-GENTOO[10.0.2.15]] [(null)] -
NHibernate 2.0.1.4000 (2.0.1.4000)
2009-04-27 23:25:09,735 [1500] DEBUG gcs7900.Program [ASUS-GENTOO\
nosek@ASUS-GENTOO[10.0.2.15]] [(null)] - END OF INITIALIZATION.
2009-04-27 23:25:10,066 [1500] DEBUG gcs7900.Program [ASUS-GENTOO\
nosek@ASUS-GENTOO[10.0.2.15]] [(null)] - Program is starting.
3.10 MONO
Mono9 je projekt vedený firmou Novell (drˇíve firmou Ximian). Jeho cílem je vytvorˇit sadu
nástroju˚ kompatibilních s prostrˇedím .NET, které splnˇují standardy ECMA (Ecma-334 a Ecma-
335). K teˇmto nástroju˚m patrˇí i prˇekladacˇ jazyka C# a Common Language Runtime. Mono mu˚že
beˇžet na pocˇítacˇích s operacˇními systémy Linux, FreeBSD, UNIX, Mac OS X, Solaris a Microsoft
Windows. [26]
Cílem open source projektu Mono je vyvinout open source verzi vývojové platformy Micro-
soft .NET. Umožnˇuje tak vývoj .NET aplikací v Linuxu, potažmo usnadnˇuje portaci aplikací na
jiný operacˇní systém.
8. Dostupné z http://logging.apache.org/log4net/index.html




T ato kapitola pojednává o konkrétní implementaci uživatelského rozhraní pro evidenci a rˇí-zení návšteˇv. Cˇtenárˇ se zde docˇte základní informace o jednotlivých knihovnách, které byly
vyvinuty pro potrˇeby programu. Je zde rozebrána hierarchie teˇchto knihoven a jejich úcˇel.
4.1 Hierarchie knihoven
Obrázek 4.1 popisuje hierarchii jednotlivých knihoven programu. Závislost mezi knihovnami
je budována od spodu. Knihovna mono tak není závislá na žádné jiné programové knihovneˇ.
Stejneˇ tak knihovna language, která leží v jiné úrovni hierarchie. Knihovna common je však zá-
vislá na knihovneˇ mono. Na nejvyšší úrovni je knihovna gcs7900, která tvorˇí spustitelný program
a využívá všechny programové knihovny.
Obrázek 4.1: Hierarchie knihoven
Na obrázku 4.1 jsou videˇt dveˇ prˇerušované vazby. První vazba se týká knihovny database.tests
a vyznacˇuje, že knihovna database.tests skutecˇneˇ existuje, závislost je skutecˇná, nicméneˇ knihovna
database.tests není potrˇebná k práci programu. Tato knihovna obsahuje NUnitové testy, které
slouží k otestování programu prˇed uvolneˇním do produkcˇní sféry.
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Druhou prˇerušovanou vazbu tvorˇí knihovna access. Tato knihovna ve skutecˇnosti neexistuje,
je vykreslena pouze pro snadneˇjší pochopení filosofie programu.
Filosofie programu
Od pocˇátku implementace je kladen du˚raz na modularitu programu. Celý program je dekompo-
nován do neˇkolika knihoven a zárovenˇ je striktneˇ oddeˇlena databázová cˇást a grafická nástavba
programu. Databázová cˇást se nachází v knihovneˇ database a grafická nástavba uživatelského
rozhraní pro evidenci a rˇízení návšteˇv je obsažena v knihovneˇ visitor.
Pokud by v budoucnu došlo k rozšírˇení systému gcs7900, naprˇíklad o modul prˇístupu˚, bude
tento modul naprˇíklad naimplementován v knihovneˇ access, jak je na obrázku zakresleno prˇe-
rušovanými cˇarami. Knihovna access bude na stejné úrovni jako visitor a bude taktéž pracovat
s funkcemi knihovny database. Základní myšlenka spocˇívá v tom, že knihovny visitor a access
budou obsahovat konkrétní grafické nádstavby, budou volat funkce ostatních knihoven na
nižší úrovni a budou využívat stejné jádro programu.
Soucˇasná dekompozice programu prˇináší ješteˇ jednu velkou výhodu. Mu˚že se stát, že neˇkdy
v budoucnu vznikne požadavek na vytvorˇení uživatelského rozhraní ve formeˇ webové aplikace.
Nebude nic snažšího, než vytvorˇit nové grafické rozhraní, které bude optimalizované pro intra-
net. Na toto optimalizované rozhraní se prˇipojí již existující knihovny a databázové funkce.
Nebude tedy potrˇeba vytvárˇet webovou aplikaci od základních datových funkcí až po grafickou
nástavbu. Z hlediska zdroje chyb bude u obou grafických nádstaveb stejné jádro – stejná datová
knihovna.
4.2 Dokumentace
Dokumentace k vyvíjené aplikaci v jazyce C# se vkládá prˇímo do zdrojového kódu k trˇídám
cˇi metodám. Nejedná se o klasické rˇádkové nebo blokové komentárˇe, ale o XML komentárˇe.
Komentárˇové znacˇky jsou uvozeny sekvencí ///.
Du˚vody, procˇ psát komentárˇové znacˇky jsou zrˇejmé:
• kód a dokumentace jsou na jednom místeˇ, lze je snadno meˇnit obojí najednou
• vývojová prostrˇedí zobrazují text dokumentacˇních komentárˇu˚ v nápoveˇdových bublinách
• usnadnˇujete práci sobeˇ i ostatním vývojárˇu˚m, kterˇí budou muset s kódem pracovat
Dokumentace napsaná ve zdrojovém kódu, má jednu velkou nevýhodu. Cˇtenárˇ musí prochá-
zet všechny zdrojové kódy, aby našel konkrétní informaci. Drˇíve existoval nástroj NDoc, který
veškerou dokumentaci vyextrahoval. V soucˇasné dobeˇ jeho vývoj zamrznul. NDoc byl ale nahra-
zen novým dokumentátorem – Sandcastle1.
Sandcastle je generátor dokumentace, který automaticky vyextrahuje dokumentacˇní komen-
tárˇe ze zdrojových souboru˚. Sandcastle je vlastneˇ sada neˇkolika programu˚, konfiguracˇních sou-
boru˚, komponent a XSLT transformátoru˚, které pracují dohromady tak, aby vyextrahovaly ko-
mentárˇe a vytvorˇily výslednou dokumentaci.
Sandcastle je konzolový nástroj. Pro snažší ovládání lze použít nádstavbu s grafickým uži-
vatelským rozhraním – Sandcastle Help File Builder2. Dokumentace je generována do .chm sou-
boru (HTML stránky jsou spojené do jednoho souboru, ve stromové strukturˇe s indexem) nebo
do webové stránky.
1. Dostupné z http://www.codeplex.com/Sandcastle
2. Dostupné z http://www.codeplex.com/SHFB
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Prˇíklad komentárˇových znacˇek ve zdrojovém kódu:
/// <summary>




/// Pokud máte v síti pocˇítacˇ se jménem ’notebook’, tato metoda
/// vrátí rˇeteˇzec ’notebook’.
/// </para>
/// </remarks>






V prˇípadeˇ, že by Mono3 bylo plneˇ kompatibilní s .NET frameworkem, byla by existence této
knihovny nadbytecˇná. Vyskytují se zde bohužel rozdíly4, které se knihovna mono snaží sjednotit.
Zejména se jedná o rozdíly mezi grafickými komponentami. Naprˇíklad pozicování komponenty
TableLayoutPanel chápe Mono jinak, než .NET framework.
public static bool IsRunningOnMono()
{
return Type.GetType("Mono.Runtime") != null;
}
Program na základeˇ této funkce vyhodnotí, na které platformeˇ beˇží – jestli Mono nebo .NET Fra-
mework. Pokud funkce vrátí logickou hodnotu TRUE, program beˇží na platformeˇ Mono a bude
aktivováno prˇizpu˚sobení prˇíslušných komponent. V opacˇném prˇípadeˇ se nic nestane, protože
.NET Framework je považován za implicitní, chceme-li vzorovou, platformu.
Toto rˇešení má své nevýhody. Vývojárˇ musí mít na pameˇti, že prˇi návrhu grafického rozhraní
nemu˚že používat komponentu TableLayoutPanel, ale musí používat komponentu MonoTableLay-
outPanel z programové knihovny mono. V prˇípadeˇ, že nová verze projektu Mono bude chápat
pozicování jinak, než soucˇasná verze projektu Mono, bude zapotrˇebí odlad’ovat program pro
každou verzi projektu Mono zvlášt’.
Na druhou stranu, pokud chceme mít program skutecˇneˇ multiplatformní, vyplatí se veˇnovat
úsilí pro vytvorˇení kvalitní knihovny, která rozdíly v chování frameworku˚ sjednotí. Úpravou
jedné knihovny dosáhneme zmeˇn, které se projeví v celém programu, bez nutnosti dalšího
ladeˇní na vyšších vrstvách hierarchie knihoven.
Nejlepším rˇešením pro multiplatformní software by bylo použít Gtk# for .NET, což je sada gra-
fických komponent alternativní k Windows Forms. Windows Forms jsou soucˇástí .NET Framework.
Gtk# for .NET je narozdíl od Windows Forms multiplatformní. Cílem ale bylo otestování soucˇas-
ného stavu projektu Mono a jeho vlastní implementace Windows Forms.
3. Dostupné z http://mono-project.com




V soucˇasné chvíli je grafické rozhraní programu plneˇ odladeˇno pro .NET Framework a cˇás-
tecˇneˇ pro projekt Mono. Problémy nastaly ve chvíli, kdy jsem prˇipojil grafické rozhraní k datové
knihovneˇ. Domnívám se, že zdrojem problému je komponenta BindingSource, která nemusí být
v projektu Mono plneˇ implementována. Pokud program beˇží pod projektem Mono, je funkcˇní
pouze hlavní okno a okno s historií návšteˇv. Tento problém jsem doposud neodstranil, jednak
z du˚vodu možné cˇasové nárocˇnosti a za druhé nepatrˇí optimalizace programu pro Mono mezi
hlavní cíle této práce. Položil jsem však základní kameny pro možnou multiplatformnost.
4.4 Knihovna common
Knihovna obsahuje obecné funkce, které mohou být využity v rámci celého programu. Kromeˇ
obecných funkcí obsahuje i globální promeˇnné. Teˇchto globálních promeˇnných se využívá naprˇí-
klad prˇi inicializaci programu. Prˇi spušteˇní programu se naprˇíklad zjistí IP adresa pocˇítacˇe, cesta,
ze které je program spoušteˇn cˇi promeˇnné z databáze. Všechny tyto informace jsou uloženy v glo-
bálních promeˇnných. Zárovenˇ jsou zde umísteˇny ru˚zné programové konstanty.
Grafické komponenty
Du˚ležitou soucˇástí knihovny jsou odvozené grafické komponenty. Program nevyužívá žádných
základních grafických komponent. Použity jsou pouze grafické komponenty, které jsou odvo-
zeny od základních komponent ze sady Windows Forrms. Typickým prˇíkladem je komponenta
Label. Hierarchii deˇdeˇní znázornˇuje obrázek 4.2. Komponenta Label patrˇí do základní sady Win-
dows Forms. Ostatní komponenty jsou v knihovneˇ common.
Obrázek 4.2: Hierarchie grafické komponenty Label
Hlavním du˚vodem, který meˇ vedl k tomuto cˇleneˇní, je jednoduchost hromadných úprav
a jednotnost vzhledu. Prˇedstavme si, že se uživatelé programu rozhodnou, že chteˇjí všechny tex-
tové popisky (komponenta Label) cˇervenou barvou. V beˇžné situaci budete muset projít celý kód
programu a všude tam, kde se vyskytuje komponenta Label, musíte prˇidat rˇádek o barveˇ písma.
Prˇi cˇleneˇní stejném, jako na obrázku 4.2, stacˇí v konstruktoru trˇídy GlobalLabel prˇidat rˇádek s in-
formací o barveˇ písma. Barva písma se pak projeví v celém programu i dalších podtrˇídách.
Podtrˇídy trˇídy GlobalLabel mají ru˚zná specifika, pro urcˇité skupiny popisku˚. TextLabel se naprˇí-
klad používá u formulárˇu˚, kdy se za popisek automaticky vloží dvojtecˇka. Pro lepší pochopení
uvádím programovou ukázku dvou zminˇovaných trˇíd GlobalLabel a TextLabel.
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public class TextLabel : GlobalLabel
{
public override string Text
{
get { return Conversion.Default.FirstToUpper(base.Text) + ":"; }




Program je multilingvální a za jazykové mutace odpovídá práveˇ knihovna language. Jazy-
ková mutace pro cˇeský jazyk je nadefinována v jednom XML souboru. Jeho struktura vypadá
takto:







Korˇenový tag <language> urcˇuje, že se jedná o soubor s jazykovou mutací. Druhá úrovenˇ
zanorˇení, tag <visitor> urcˇuje, kterému modulu (sekci) bude prˇíslušet. Když si prˇipomeneme
hierarchii knihoven z obrázku 4.1, vidíme, že na druhé úrovni zanorˇení by mohl být tag <access>.
Trˇetí úrovenˇ zanorˇení už obsahuje klícˇová slova a textový rˇeteˇzec, který náleží prˇíslušné jazy-
kové mutaci.
Druhou úrovenˇ zanorˇení jsem vytvorˇil z du˚vodu prˇehlednosti prˇi programování. Prˇedpoklá-
dal jsem, že v budoucnu bude existovat více uživatelských rozhraní (visitor, access) a mohlo by
tak docházet k zámeˇneˇ klícˇových slov ze trˇetí úrovneˇ.
Jako prˇíklad uvádím cˇást programového kódu, kdy je volán popisek klícˇového tagu MainWin-
dowCaption, ze sekce visitor.
// inicializace - prˇi startu programu
Language.InitializeSingeltonDefault("C:\Program\cs.xml");
// vrátí textový rˇeteˇzec: Recepce - návšteˇvy
Language.Default["visitor","MainWindowCaption"];
Program sice nemá žádné aktivní tlacˇítko, které by prˇepínalo mezi ru˚znými jazykovými mu-
tacemi, nicméneˇ díky této knihovneˇ bude tvorba takového tlacˇítka velmi snadná. Každá jazyková
mutace bude v samostatném XML souboru.
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Pro vznik jazykové knihovny jsem meˇl ješteˇ jeden du˚vod. Neˇkteré textové popisky se vysky-
tují na více místech v programu. Zmeˇnou jednoho popisku v XML souboru dosáhnu zmeˇny na
všech místech, kde se rˇeteˇzec vyskytoval. K teˇmto úpravám dochází zejména v situacích, kdy
vývojárˇ programu vytvárˇí popisky, které jsou nesrozumitelné pro beˇžného uživatele. Zárovenˇ
vzniká snaha o používání stejné terminologie v rámci celého programu. Nemeˇlo by docházet
k situacím, kdy bude v hlavním okneˇ programu kolonka recepcˇní, v dalším okneˇ kolonka za-
meˇstnanec, prˇicˇemž recepcˇní i zameˇstnanec bude v terminologii programu jedna a tatáž osoba.
Správneˇ by meˇlo být v obou kolonkách programu napsáno recepcˇní nebo zameˇstnanec. Jednotná
terminologie vede k prˇehlednosti programu.
4.6 Knihovna database
Tato knihovna je základem pro komunikaci s databází. Díky tomu, že využívá NHibernate, je
nezávislá na databázovém serveru. Vývoj vcˇetneˇ testování probeˇhl na databázi Firebird5. Kromeˇ
toho, že je zde umísteˇno mapování na databázové tabulky, je soucˇástí knihovny implementace
rozhraní dle obrázku 6.2. Zminˇované rozhraní posléze využívá i grafická nástavba.
Program není s databází spojen permanentneˇ, udržuje spojení pouze po dobu nezbytneˇ nut-
nou pro vykonání SQL dotazu˚. Je to vlastneˇ stejný prˇístup, jako prˇi nacˇítání webové stránky. Po
nacˇtení stránky se klient od serveru odpojí. Tento postup však prˇináší jeden problém - lazy lo-
ading. Prˇi vykonání dotazu se z databáze nacˇtou namapované objekty pouze do první úrovneˇ.
Tento problém byl podrobneˇ rozebrán v prˇedcházející kapitole prˇi popisu NHibernate. Rˇešením
je trˇída LazyInitializer, která inicializuje nacˇítaný objekt do libovolneˇ požadované úrovneˇ. Prˇi
používání trˇídy je trˇeba dbát opatrnosti. Pokud je úrovenˇ prˇíliš vysoká, mu˚že dojít ke znacˇnému
zpomalení programu, protože program bude z databáze nacˇítat velký objem dat.
Databáze
Tabulky, které jsou mapovány z databázového serveru, neobsahují žádné integritní omezení.
Integritní omezení byla definována pouze slovneˇ cˇi písemneˇ a z historických du˚vodu˚ nebylo
možné na této situaci nic zmeˇnit. Integritní omezení jsem tedy nadefinoval programoveˇ tak, aby
odpovídala obsahu databáze. Na obrázku 4.3 jsou videˇt všechny tabulky, které byly namapo-
vány, vcˇetneˇ jejich závislostí v programu. Podrobné schéma vcˇetneˇ primárních klícˇu˚ a sloupcu˚ je
umísteˇno v prˇíloze, viz obrázek 6.1.
Obrázek 4.3: Schéma tabulek v databázi
Z obrázku je videˇt, že neˇkteré tabulky jsou nezávislé. Tyto tabulky obsahují bud’ pevneˇ stano-
venou konfiguraci nebo tabulky pro pomocné operace. Názvy tabulek a sloupcu˚ pu˚sobí v mnoha
5. Dostupné z http://www.firebirdsql.org
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prˇípadech nelogicky a neznalý programátor nemá šanci do tohoto schématu jednoduše pronik-
nout. Jak už jsem rˇekl drˇíve, na databázovém schématu není možné nic meˇnit. Programové
schéma jsem upravil tak, aby bylo mnohem logicˇteˇjší. Z programových trˇíd se cˇtenárˇ velmi
snadno dovtípí, jaké informace databázové tabulky obsahují.
databázová tabulka programová trˇída popis
navstevy_id Company
Obsahuje neˇjaký identifikacˇní údaj o ná-
všteˇveˇ. Ve veˇtšineˇ prˇípadu˚ se jedná o jméno
firmy. Záleží však na obsluze, jaké informace
vloží.
navstevy Visit
Jeden rˇádek tabulky nese základní informace
o prˇíchozí návšteˇveˇ. Naprˇíklad prˇíchod, od-
chod atd.
osoby Person
Jeden rˇádek tabulky obsahuje základní infor-
mace o jedné osobeˇ. Naprˇíklad jméno, prˇí-
jmení atd. Návšteˇva je speciální druh osoby.
Stejneˇ tak karta je pouze virtuální a z hlediska
systému se jedná o speciální druh osoby.
osoby_druhy PersonType Urcˇuje druh osoby. Naprˇíklad zameˇstnanec,
návšteˇva, virtuální návšteˇvnická karta.
organizacni_jednotky Resort Obsahuje oddeˇlení, do kterých mu˚že být
osoba prˇirˇazena.
access_lastevent IdEvent
Jeden rˇádek v tabulce odpovídá jed-
nomu rˇádku v tabulce osoby. V tabulce
access_lastevent je uložena informace o po-
slední operaci, kterou prˇíslušná osoba
provedla.
access_stanoviste Station Obsahuje názvy jednotlivých stanovišt’. Na-
prˇíklad vrátnice, rˇeditelna atd.
Tabulka 4.1: Mapování jednotlivých tabulek
Rozhraní
Schémata rozhraní a jejich metod, která jsou v knihovneˇ implementována, jsou zobrazena v prˇí-
loze na obrázku 6.2. Popisovat jednotlivé metody rozhraní nemá smysl, protože již z názvu˚ metod
lze veˇtšinou pochopit jejich úcˇel. Za povšimnutí stojí prˇedevším skutecˇnost, že veˇtšina rozhraní
implementuje rozhraní IDao. IDao obsahuje metody pro práci s databází – jako je uložení, úprava
cˇi mazání záznamu.
4.7 Knihovna database.tests
Tato knihovna je pouze pro testovací úcˇely – k práci programu není nezbytná. Obsahuje tes-
tovací funkce pro implementované rozhraní v knihovneˇ database. Celkem testuje 90% metod.
Vždy, když jsem upravil neˇkterou metodu z knihovny database, spustil jsem všechny testy, abych
se ujitil, že zmeˇna jedné metody nevyvolala neocˇekávané zmeˇny v metodách jiných. Testy jsem
provádeˇl pomocí programu NUnit.exe, který je soucˇástí projektu NUnit. Podrobneˇjší informace




V této knihovneˇ je implementováno celé grafické rozhraní pro evidenci a rˇízení návšteˇv. Po
spušteˇní programu se nacˇte hlavní okno podle obrázku 4.4. Nejveˇtší cˇást okna tvorˇí tabulka s ak-
tuálními návšteˇvami. Na obrázku jsou videˇt trˇi evidované návšteˇvy. První návšteˇva byla aktuálneˇ
ukoncˇena. Rˇádek po vypršení cˇasové konstanty zmizí a informace o této návšteˇveˇ pu˚jdou dohle-
dat v historii. Druhý rˇádek informuje o tom, že panu Novákovi byla prˇideˇlena karta a pan Novák
již vstoupil do objektu. Trˇetí rˇádek informuje, že panu Noskovi byla prˇideˇlena karta, ale on stále
ješteˇ nevstoupil do objektu. Ve chvíli, kdy návšteˇva projde s kartou kolem vstupní cˇtecˇky, zaznacˇí
se datum prˇíchodu. Návšteˇvy jsou rˇazeny ve stejném porˇadí, v jakém byly zapsány.
Cˇtecˇky karet jsou nastaveny tak, že zapisují data do databáze nezávisle na programu pro
evidenci návšteˇv. Zmeˇny v databázových tabulkách však musí být reflektovány do grafického
rozhraní. V ideálním prˇípadeˇ databázový server oznámí evidenci návšteˇv, že došlo ke zmeˇneˇ
tabulek a evidence návšteˇv si vyžádá konkrétní zmeˇny. Tato problematika by si však zaslou-
žila hlubší studium i z toho du˚vodu, že bych chteˇl zachovat nezávislost na typu databázového
serveru. Pro otestování programu, jsem do levého dolního rohu umístil progress bar, který zob-
razuje odpocˇítávání cˇasu do dalšího obnovení dat v tabulce. Ikona dvou cyklících šipek slouží
pro prˇípady, že recepcˇní potrˇebuje okamžiteˇ nacˇíst aktuální data.
Pokud návšteˇva opouští objekt, mu˚že se stát, že si nezaznacˇí odchod – naprˇíklad v prˇípadeˇ
ztráty karty. Z tohoto du˚vodu je v programu nezbytná funkce pro rucˇní ukoncˇení návšteˇvy (troj-
úhelník s vykrˇicˇníkem). Na obrázku 4.4 je videˇt, že oznacˇená návšteˇva je již ukoncˇena – tlacˇítko
pro ukoncˇení je tedy neaktivní.
Obrázek 4.4: Hlavní okno uživatelského rozhraní
Mezi nejsložiteˇjší implementacˇní cˇást, patrˇí vyhodnocování prˇítomnosti jednotlivých návšteˇv.
Je zde totiž neˇkolik faktoru˚, na které je trˇeba brát zrˇetel:
1. Návšteˇvnické karty jsou prˇedem nadefinovány a dochází k jejich recyklaci. Stejnou kartu,
kterou má dnes pan Novák, mu˚že mít zítra pan Marek.
2. Prˇi vyhodnocování cˇasu (naprˇíklad vstup) jsem musel brát v úvahu fakt, že cˇas na pracov-
ních stanicích není synchronizován s cˇasem databázového serveru a cˇasem u cˇtecˇek karet.
Když program vyhodnocuje aktuální návšteˇvy podle cˇasu na pracovních stanicích, musí
pocˇítat s urcˇitou cˇasovou rezervou.
3. Neˇkteré karty mohou být nastaveny tak, že nesmí dojít k automatickému ukoncˇení ná-
všteˇvy. Obsluha vyžaduje, aby karty byly blokovány rucˇneˇ.
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4. Jenom neˇkteré cˇtecˇky karet jsou odchozí. Naprˇíklad na vrátnici je odchozí cˇtecˇka, prˇed
rˇeditelnou ne.
Prˇidání nové návšteˇvy
Recepcˇní obsluhuje vždy nakonfigurovaný systém s prˇedchystanými kartami. Nové návšteˇveˇ
prˇideˇlí návšteˇvnickou kartu a vyplní základní údaje podle obrázku 4.5. Na obrázku je videˇt, že
se automaticky vypisuje prˇítomnost navšteˇvovaného zameˇstnance. Ve formulárˇi pro prˇidávání
návšteˇv je implementovaný našeptávacˇ.
Když obsluha vyplnˇuje naprˇíklad prˇíjmení navšteˇvované osoby, zobrazují se po stisku každé klá-
vesy všechny možné volby. Když naprˇíklad bude v databázi zameˇstnancu˚ Petr Nosek, Jaroslav
Novák a recepcˇní do pole prˇíjmení zadá „No“ - nabídnou se obeˇ jména. Pokud však bude zadáno
„Nos“, zobrazí se pouze možnost Petr Nosek. Pro zobrazení našeptávacˇe stacˇí zadat pouze cˇást
jména nebo prˇíjmení.
Další funkce
Program kromeˇ vkládání nové návšteˇvy umožnˇuje úpravu již existujícího záznamu. Podmínkou
upravení již vloženého záznamu je, že návšteˇvník ješteˇ nepoužil kartu pro vstup do objektu. Po-
kud by tato podmínka nebyla splneˇna, mohla by recepcˇní úmyslneˇ nebo omylem meˇnit všechny
záznamy. Program implementuje také funkcionalitu historie návšteˇv, kde je možné zobrazovat
záznamy podle ru˚zných filtru˚. U vyhledané nášteˇvy je pak možné zobrazit detail, jak ukazuje
obrázek 4.6.
Obrázek 4.5: Prˇidání nové návšteˇvy
4.9 Gcs7900
Gcs7900 není knihovna, ale spustitelný soubor, který na zacˇátku postupneˇ inicializuje všechny
knihovny a nacˇte úvodní obrazovku modulu návšteˇv, dle obrázku 4.4. K tomuto spustitelnému
souboru jsou prˇiloženy trˇi konfiguracˇní soubory:
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1. gcs7900.exe.config – Obsahuje informace o prˇipojení k databázi (implicitneˇ Firebird, ale
mu˚že být zmeˇneˇno na libovolnou databázi, kterou podporuje projekt NHibernate6), cestu
k jazykové mutaci a programové konstanty.
2. gcs7900.exe.log4net – Obsahuje informace zda mají být zaznamenávány ladící informace,
jaká úrovenˇ ladeˇní má být zvolena a cíl, kam se budou soubory ukládat. Konkrétní prˇíklady
možných konfigurací jsou na stránkách projektu log4net7.
3. cs.xml – Soubor s cˇeskou jazykovou mutací.
K projektu jsou samozrˇejmeˇ prˇiloženy všechny licencˇní ujednání použitých knihoven.
Obrázek 4.6: Detail návšteˇvy
Ochrana osobních údaju˚
Z právního hlediska je prˇi používání programu trˇeba brát zrˇetel na ochranu osobních údaju˚8.
V zákonu se prˇímo uvádí, že firma „mu˚že shromažd’ovat osobní údaje odpovídající pouze sta-
novenému úcˇelu a v rozsahu nezbytném pro naplneˇní stanoveného úcˇelu“[22]. Z definice vy-
plývá, že dobu uchování historie návšteˇv, si musí stanovit každá firma sama, na základeˇ jejího
stanoveného úcˇelu. V souboru s konfigurací je konstanta, která urcˇuje, po jaké dobeˇ se mají staré
záznamy o návšteˇvách smazat. Implicitneˇ je prˇednastaveno 24 hodin.
6. Dostupné z https://www.hibernate.org/361.html
7. Dostupné z http://logging.apache.org/log4net/release/config-examples.html




V této práci jsem si vytycˇil peˇt du˚ležitých cílu˚, které vyplynuly ze zadání a postupné analýzyprojektu. Nejprve jsem provedl analýzu dostupného softwaru pro evidenci a rˇízení návšteˇv
a konkrétního systému GCS7800 podle prvního bodu zadání. O této analýze podrobneˇ pojed-
nává druhá kapitola. Na druhou kapitolu volneˇ navazuje kapitola trˇetí, kde popisuji všeobecné
požadavky na systém evidence návšteˇv, diskutuji nad možnými implementacˇními platformami
a stanovuji peˇt du˚ležitých cílu˚, jimiž se bude projekt dále ubírat. Trˇetí kapitola taktéž popisuje
vhodné implementacˇní nástroje, jejich výhody cˇi nevýhody a stanovuje rˇešení problematiky, což
odpovídá druhému a trˇetímu bodu zadání. Samotnou implementaci a problémy, se kterými jsem
se setkal, popisuji v kapitole cˇíslo cˇtyrˇi.
Jsem prˇesveˇdcˇen, že díky modulariteˇ projektu a promyšlení jednotlivých bloku˚ programu,
jsou položeny základy pro další programový rozvoj. Programový kód je dostatecˇneˇ zdokumen-
tovaný a software je nezávislý na databázovém serveru. Pro uživatele jsem vytvorˇil intuitivní
grafické rozhraní, které je vhodneˇ doplneˇno napovídajícími ikonami. Taktéž jsem v grafickém
rozhraní neˇkolikrát použil podobná formulárˇová okna pro podobné operace. Uživateli tak stacˇí
osvojit si jedno z teˇchto formulárˇových oken a v dalším už nachází podobnost. Velké množství
chyb se mi podarˇilo eliminovat už v rámci vývoje a to zejména prˇi komunikaci s databázovým
serverem. Psaní testovacích trˇíd pro databázovou cˇást programu sice zabralo urcˇité režijní ná-
klady, nicméneˇ tyto náklady se posléze mnohonásobneˇ vrátily v podobeˇ usporˇeného cˇasu, který
bych v opacˇném prˇípadeˇ strávil hledáním jendotlivých chyb a jejich odstranˇováním. Použitím
verzovacího systému jsem dal projektu jasnou historii vývoje a prˇehlednost v jednotlivých ver-
zích. V neposlední rˇadeˇ je trˇeba zmínit logovací systém, který du˚sledneˇ zaznamenává du˚ležité
údálosti v programu.
Program cˇítá prˇibližneˇ 10 000 rˇádku˚ programového kódu, vcˇetneˇ komentárˇu˚. Velikost pro-
gramu vcˇetneˇ všech knihoven je 3 626 KB.
Všech stanovených cílu˚ se mi podarˇilo úspeˇšneˇ dosáhnout. Nejveˇtším problémem byla po-
cˇátecˇní cˇasová investice do promyšlení struktury, studia a vytvárˇení základních knihoven. Tyto
investice se mi vracely až v polovineˇ projektu a to ve formeˇ rychlého postupu prací a snížené
chybovosti aplikace. Projekt má všechny dispozice k tomu, aby byl do budoucna dále rozvíjen.
Do budoucna by se dala zlepšit podpora pro jiné operacˇní systémy, šifrovat heslo pro prˇipojení
k databázovému serveru, vytvorˇit další moduly – naprˇíklad prˇehledy o pru˚chodech zameˇstnancu˚
na jednotlivých stanovištích, analyzovat výsledky chybovosti v produkcˇním prostrˇedí, vytvorˇit





Obrázek 6.1: Databázové schéma
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Obrázek 6.2: Datový model rozhraní
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