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Abstrakt
Tato práce je sou£ást studentského projektu nazvaného Yumiﬁed. Jedná se o mobilní aplikaci
umoº¬ující uºivatel·m hodnotit pokrmy ve stravovacích za°ízeních. Uºivatelé si dále mohou
v²echna hodnocení prohlíºet. V této práci jsou popsány návrh a implementace aplika£ního
rozhraní a databáze slouºících ke sb¥ru, uchování a poskytování informací. K tomu je vyuºita
architekturu aplika£ního rozhraní REST, PHP rámec Symfony 2 a knihovna Doctrine pro
práci s databází na vysoké úrovni.
Abstract
This thesis is a part of a student project called Yumiﬁed. It is a mobile application that
allows users to rate melas in catering facilities. The users can also browse all the ratings. The
thesis describes the design and implementation of an application interface and a database
that serve to collect, store and provide the related information. For this purpose, we use the
REST application interface, Symfony PHP framework and the Doctrine library for high-level
database access.
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Kapitola 1
Úvod
Vyuºití chytrých telefon· stoupá p°ímo úm¥rn¥ se zvy²ujícím se po£tem mobilních apli-
kací. Projekt Yumiﬁed, jehoº sou£ástí je tato práce, se zam¥°uje na hodnocení pokrm· ve
stravovacích za°ízeních. Jedná se o mobilní aplikaci, kde si uºivatelé mohou prohlíºet jiº
p°idaná hodnocení a zárove¬ p°idávat svá vlastní. Zám¥rem je p°itom usnadnit uºivateli vý-
b¥r pokrmu v daném stravovacím za°ízení nebo ve svém blízkém okolí, p°ípadn¥ motivovat
provozovatele stravovacích za°ízení, aby zlep²ili své sluºby.
Cílem této práce je vytvo°it databázi a webové aplika£ní rozhraní. Databáze uchovává
informace o nav²tívených stravovacích za°ízeních, pokrmech, hodnocení pokrm·, uºivatelích
a dal²ích záznamech typu fotograﬁe, vývoj kvality stravovacího za°ízení a vztahy mezi uºiva-
teli. Informace jsou do databáze získávány prost°ednictvím webového aplika£ního rozhraní.
To m·ºe komunikovat jak s aplikací Yumiﬁed, tak s dal²ími aplika£ními rozhraními jiných
sluºeb, nap°. Foursquare. Skrze vlastní aplika£ní rozhraní lze také uloºené informace t°ídit a
poskytovat. N¥které informace lze poskytnout komukoliv, nap°. výb¥r nejlépe hodnocených
jídel v blízkém okolí, jiné jsou zase poskytovány pouze oprávn¥ným uºivatel·m, nap°. body
sesbírané za hodnocení pokrm·.
Mobilní aplikace Yumiﬁed, pro níº je vytvo°ena tato databáze, je vyvíjena pro opera£ní
systémy Android a iOS v rámci bakalá°ských prací student· Jana Tome²ka a Petra Bobáka.
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Kapitola 2
Dostupné prost°edky pro práci s
databází na platform¥ PHP
Tato kapitola se v¥nuje dostupným prost°edk·m, které lze vyuºít k implementaci aplika£ního
rozhraní na platform¥ PHP, komunikujícího s databází. Jsou zde posuzovány p°ístupy pro
práci s databází na r·zných úrovních, architektury aplika£ního rozhraní a dostupné PHP
rámce.
2.1 Databáze a PHP
Tato sekce pojednává o p°ístupech do databáze na r·zných úrovních abstrakce. Uvádí p°í-
klady jednotlivých p°ístup· a srovnává jejich klady a zápory.
2.1.1 Standardní prost°edky PHP
Práce s databází pomocí £istého PHP je moºná, ale jedná se o naprostý základ. Samotné
PHP implementuje mnoºství funkcí pro p°ipojení databáze a dotazování. Není proto pot°eba
ºádných knihoven t°etích stran, coº m·ºe být výhoda pro uºivatele za£áte£níky. Od verze
5.1.0. je v PHP zabudováno tzv. PDO1, umoº¬ující jednotné p°ipojení a práci s r·znými typy
databází na objektové úrovni.[1] P°ipojení k databázi a dotazování je popsáno následujícím
p°íkladem:
// SQL - pripojeni k databazi
$dbhandle = mysql_connect("localhost", "user_name", "user_password")
or die("Unable to connect to MySQL");
// SQL - dotazovani
$dotazSQL = $em->createNativeQuery('
SELECT type
FROM Auto a
WHERE a.Passengers = 5');
P°estoºe je pomocí PDO odstín¥na r·znorodost databází, programátor stále m·ºe nara-
zit na problémy, nap°. se zabezpe£ením proti útok·m typu SQL injection. P°i pouºití £istého
1PHP Data Objects
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PHP je také programátor nucen pokaºdé znova °e²it tytéº problémy s o²et°ením neplatných
vstupních informací, datových typ· a jiných b¥ºných událostí, zp·sobujících poruchu nebo
nekonzistenci dat. Proto se od tohoto p°ístupu upou²tí a je nahrazován novými postupy,
které jsou °e²eny v následujících kapitolách.
2.1.2 Query builder
Query Builder je zvlá²tní t°ída, která umoº¬uje vytvo°it databázový dotaz postupným volá-
ním jejích metod.[2] Tímto zp·sobem je aplikace chrán¥na proti útok·m typu SQL injection,
protoºe není nutné escapovat rizikové znaky. Query Builder bývá sou£ástí tzv. PHP rámc·,
dále zvaných jako frameworky, coº jsou sady knihoven °e²ící £asto vyskytující se problémy.
Framework·m bude v¥nována samostatná kapitola. PHP frameworky, které nemají vlastní
query builder, v¥t²inou podporují jejich p°idání v podob¥ externích knihoven. Takovými
knihovnami jsou p°edev²ím Doctrine nebo Propel a p°iná²ejí sebou dal²í nástroje pro bez-
pe£n¥j²í práci s databází.
// query builder - dotazovani
$dotazQB = $em->createQueryBuilder()
->select('type')
->from('Auto', 'a')
->where('a.Passengers = 5')->getQuery();
Nezávislým prost°edkem, disponujícím query builderem, je knihovna NotORM. Klade
d·raz na jednoduchý p°ístup k dat·m a na minimální po£et p°ená²ených dat. Je pouºitelná
pro v¥t²inu známých druh· databází díky základ·m postaveným na PHP PDO. Jak uº
název napovídá, nevyuºívá objektov¥ rela£ního mapování, které bude popsáno v následující
kapitole. NotORM ale nep°iná²í °e²ení d°íve popsaných problém· s kontrolou korektnosti
vstupních dat. Proto je nutné pro velké projekty uvaºovat její vyuºití v kombinaci s dal²ím
frameworkem.[3][4]
2.1.3 Objektov¥ rela£ní mapování
Objektov¥ rela£ní mapování, zkratkou ORM, je programovací technika v softwarovém inºe-
nýrství, která zaji²´uje automatickou konverzi dat mezi rela£ní databází a objektov¥ orien-
tovaným programovacím jazykem.[5] Jeden záznam tabulky databáze je tedy reprezentován
objektem, který má své metody pro práci se svými atributy. Jde o moderní zp·sob mani-
pulace s daty, nesoucí spoustu výhod oproti klasickému pouºití £istých SQL p°íkaz·. Mezi
frameworky a knihovnami, umoº¬ujícími ORM, vynikají p°edev²ím Doctrine a Propel.
Mezi výhody pat°í p°ítomnost abstraktní databázové vrstvy, která poskytuje jednotný
zápis SQL p°íkaz·. Moºnost zapouzd°it kaºdý záznam tabulky do samostatného objektu
p°iná²í lep²í manipulaci a orientaci v kódu. Testování lze snadno provád¥t vestav¥nými
unit testy, které dokáºí testovat i roz²í°ené t°ídy. Frameworky, podporující ORM, dokáºí na
základ¥ deﬁnice databázových objekt· vytvo°it uºivatelské rozhraní pro základní operace,
tzv. CRUD2.[6]
Nevýhodou je vy²²í pam¥´ová a procesorová náro£nost. P°i práci s v¥t²ím po£tem zá-
znam·, kdy pro kaºdý záznam tabulky vzniká objekt, lze rychle narazit na pam¥´ový limit.
Proto je vhodné pe£liv¥ váºit, se kterými záznamy je aktuáln¥ pot°eba pracovat a je tedy
nutné je na£íst do pam¥ti.[6]
2Create, Read, Update, Delete
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P°íklad práce s databázovými objekty:
// vytvoren novy objekt, reprezentujici zaznam do tabulky Auto
$auto = new Auto();
$auto->setType('Fabia'); // prirazeni atributu
$auto->setColor('red');
$auto->setPassengers(5);
$auto->save(); // ulozeni do databaze
// ziskani primarniho klice zaznamu a jeho vypsani
echo $auto->getId . " added to DB\n";
2.1.4 DQL
Jiº zmín¥ný Doctrine poskytuje krom¥ query builderu také dotazovací jazyk DQL3. Jeho
syntaxe je velice podobná b¥ºnému SQL, je v²ak zaloºeno na jiných principech a leºí v
objektové vrstv¥ aplikace. B¥ºný SQL dotaz pracuje s databázovými tabulkami a jejich atri-
buty, DQL pouºívá jména Doctrine entit a jejich £lenských prom¥nných. Výsledkem SQL
dotazu je vºdy tabulka, výsledkem DQL dotazu jsou na£tené instance entit.[7] P°i správ-
ném pouºití DQL je riziko SQL injection minimalizováno. Nevýhodou DQL je nemoºnost
vytvá°et a vkládat nové záznamy do tabulky pomocí p°íkazu INSERT. Kv·li tomu, ºe DQL
leºí na objektové vrstv¥, nikoliv na databázové, by vytvo°ení nového záznamu zp·sobilo ne-
konzistenci entit uvnit° Doctrine. Toto je velmi d·leºité omezení, protoºe vyvíjený produkt
má p°edev²ím ukládat informace do databáze.
// DQL - dotazovani
$dotazDQL = $em->createQuery('
SELECT type
FROM Auto a
WHERE a.Passengers = 5');
2.2 Webové aplika£ní rozhraní
Webové aplika£ní rozhraní, nazývané také jako webová sluºba, zkratkou API, je softwarový
systém umoº¬ující interakci dvou stroj· na síti.[8]
Mezi významn¥j²í technologie umoº¬ující tvorbu webového aplika£ního rozhraní pat°í
protokoly: XML-RPC, SOAP, REST, CORBA, GIOP a DCOM. Ze zmín¥ných protokol· lze
pro pouºití v tomto projektu uvaºovat pouze XML-RPC, SOAP a REST. Ostatní protokoly
nejsou p°íli² pouºívané, nejspí²e pro sv·j zápis zpráv pro komunikaci v binární podob¥, a
nesou s sebou ur£itá omezení, nap°. DCOM je vyvinut spole£ností Microsoft a je úzce spjat
s její infrastrukturou.[9][10]
V dal²ím kroku je vhodné vylou£it z výb¥ru i protokol XML-RPC, nebo´ jeho vývoj
byl ukon£en. Náhradou za n¥j se stal jiº zmi¬ovaný protokol SOAP, který vychází z jeho
p°edlohy a dodrºuje jeho konvence.[9]
Následující £ást popisuje zbylé dva protokoly SOAP a REST a komentuje jejich vhodnost
pro pouºití pro tento projekt.
3Doctrine Query Language
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2.2.1 SOAP
Simple Object Access Protocol, zkratkou SOAP, je protokolem pro vým¥nu zpráv p°es sí´,
hlavn¥ pomocí HTTP4. Formát SOAP tvo°í základní vrstvu komunikace mezi webovými
sluºbami a poskytuje prost°edí pro tvorbu sloºit¥j²í komunikace.[9]
Zasílané zprávy jsou v¥t²inou sloºeny ze dvou £ástí, Envelope a Body. SOAP sám o sob¥
tvo°í pouze obálku pro data p°ená²ená uvnit° £ásti Body. Aby mohla být data p°ená²ena
uvnit° t¥la poºadavku, je pro zasílání vyuºívána HTTP metoda POST. Data jsou zapsána
pomocí XML5 a jsou p°edána sluºb¥ ke zpracování. Pro jednotnou interpretaci dat existuje
formát pro popis webové sluºby, zkratkou WSDL. Pr·b¥h celého procesu komunikace je
popsán protokolem RPC.[11]
WSDL
Web Services Description Language, zkratkou WSDL, popisuje funkce nabízené webovou
sluºbou a zp·sob, jak s ní komunikovat a dotazovat se. Zapisuje se v XML formátu. Zpravidla
tedy popisuje SOAP komunikaci. Podporované operace a zprávy jsou popsány abstraktn¥
a potom se omezují na konkrétní sí´ový protokol a formát zprávy. WSDL tedy popisuje
ve°ejné rozhraní webové sluºby.[12]
Typicky obsahuje elementy:
• types pro deﬁnici datových struktur pouºívaných ve zprávách,
• message pro deﬁnici formátu p°edávaných zpráv pomocí d°íve deﬁnovaných datových
typ·,
• portType pro abstraktní deﬁnici typ· port·, které jsou sluºbou podporovány,
• binding pro navázání ur£itého typu portu na konkrétní protokol a formát p°enosu
zpráv,
• service pro samotnou deﬁnici sluºby.[11]
RPC
Remote procedure call (RPC, vzdálené volání procedur) je technologie dovolující programu
vykonat proceduru, která m·ºe být uloºena na jiném míst¥ neº je umíst¥n sám volající
program. P°íkladem m·ºe být výpo£et funkce na jiném po£íta£i v síti.[13] Pr·b¥h je popsán
následujícími kroky:
1. Zabalení parametr· a identiﬁkátoru procedury do formy vhodné pro p°enos,
2. odeslání balí£ku,
3. p°ijetí balí£ku na vzdáleném míst¥, rozbalení a ur£ení poºadované procedury,
4. provedení procedury,
5. zabalení výsledku procedury,
6. odeslání balí£ku zp¥t,
4Hypertext Transfer Protocol
5Extensible Markup Language
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7. p°íjem balí£ku a rozbalení,
8. p°edání výsledku volající procedu°e.[13]
Syntaxe SOAP zprávy
V hlavi£ce zprávy se nachází up°esn¥ní p°íjemce, odesilatele, kódování a m·ºe se zde nachá-
zet název operace, kterou má sluºba vykonat. P°íklad hlavi£ky zprávy:
POST /prijemce/pozadavku.php HTTP/1.1
Host: localhost
Content-Type: application/soap+xml; charset=utf-8; action="operace"
V t¥le se nachází p°edev²ím parametry vyºadované volanou funkcí. T¥lo dotazu je po-
psáno následujícím p°íkladem, který lze nalézt na stran¥ 325 v knize "PHP a XML".[11]
<SOAP-ENV:Envelope xmlns:SOAP-ENV="http://www.w3.org/2003/05/soap-envelope">
<SOAP-ENV:Body>
<Udaje xmlns="http://example.com/BMI">
<Jmeno>Pepa</Jmeno>
<Vaha>80</Vaha>
<Vyska>180</Vyska>
</Udaje>
</SOAP-ENV:Body>
</SOAP-ENV:Envelope>
Webová sluºba po úsp¥²ném zpracování poºadavku vytvo°í novou SOAP obálku a do
t¥la zprávy vloºí odpov¥¤. Ta je znázorn¥na následujícím p°íkladem, který lze nalézt ve
stejné knize na stran¥ 326.[11]
<env:Envelope xmlns:env="http://www.w3.org/2003/05/soap-envelope"
xmlns:response="http://example.com/BMI">
<env:Body>
<response:BMI>24.69</response:BMI>
</env:Body>
</env:Envelope>
Není nutné, aby programátor znal p°esnou strukturu zasílaných zpráv, protoºe je lze
v¥t²inou generovat za pomoci PHP metod. Následující p°íklad, který byl p°evzat ze stejné
knihy[11] s £áste£nými úpravami, demonstruje jak pouºít SOAP v programu.
// vytvoreni klienta pro praci s webovou sluzbou na zaklade WSDL
$client = new SoapClient("bmi-service.wsdl");
// vytvoreni tridy pro zapis parametru pozadavku
$params = new ParamsClass();
$params->Jmeno = "Pepa";
$params->Vaha = 85;
$params->Vyska = 180;
// zavolani webove sluzby a ulozeni vysedku
$result = $client->SpocitejBMI($params);
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V prom¥nné $result se nyní nachází výsledek metody SpocitejBMI. Na první pohled
p°itom nelze rozeznat, ºe se nejedná o metodu lokálního objektu, ale ºe práv¥ do²lo k volání
vzdáleného procesu p°es sí´. Ve²kerý XML obsah zprávy byl automaticky vytvo°en, odeslán,
p°ijat a p°e£ten p°i volání metody SpocitejBMI.
2.2.2 REST
Representational state transfer, zkratkou REST, je architektura rozhraní, navrºená pro dis-
tribuované prost°edí, umoº¬ující jednodu²e vytvo°it, £íst, editovat nebo smazat informace
ze serveru pomocí jednoduchých HTTP metod.[14]
Na rozdíl od SOAP, který je orientován proceduráln¥, REST je orientován datov¥, coº
zp·sobuje naprosto odli²né chování. SOAP deﬁnuje vzdálené procedury a protokol pro jejich
volání, REST ur£uje, jak se p°istupuje k tzv. zdroj·m6. Zdroje mohou být jak data, tak da-
tov¥ vyjád°ené stavy procedur a kaºdý zdroj je jednozna£n¥ ur£en pomocí URI7. P°ístup ke
zdroj·m je umoºn¥n pouze pomocí operací CRUD (Create, Read/Retrieve, Update, Delete),
jeº odpovídají HTTP metodám POST, GET, PUT, DELETE v tomto po°adí. Na rozdíl
od SOAP, který vyºaduje komunikaci výhradn¥ ve formátu XML, zdroje pro REST mohou
být reprezentovány libovolným zp·sobem. Nej£ast¥ji pouºívané formáty jsou JSON8, XML,
RSS a ATOM.[15][14][16]
Kaºdá operace, jeº má být provedena pomocí REST, musí být realizována jednou z
CRUD metod. Protoºe je REST bezstavový, musí kaºdý poºadavek obsahovat ve²keré po-
t°ebné informace k provedení operace. Pokud provedení operace vyºaduje autentizaci, m¥ly
by tyto údaje být v poºadavku p°iloºeny, nej£ast¥ji v za²ifrované podob¥. Je nutno pama-
tovat, ºe citlivé informace, jako jsou jméno a heslo, by se nikdy nem¥ly p°edávat pomocí
metody GET, ale vºdy hlavn¥ pomocí metody POST. Poºadavek GET se ukládá do cache
za°ízení a také do historie prohlíºe£e, kde by byly tyto citlivé údaje snadno dostupné.[17][18]
Create
Create je realizováno HTTP metodou POST. Protoºe jde o vytvá°ení nového zdroje, po-
t°ebná URI je²t¥ neexistuje a je nutné provést Create nap°. pomocí nástroje CURL9. Tomu
je pot°eba zadat autentiza£ní údaje, data a spole£ný identiﬁkátor, tzv. koncový bod. Násle-
dující p°íklad demonstruje vytvo°ení nového zdroje a byl p°evzat z webu[15].
// autentizace data
curl -u user:password -d "status=Zkousime REST API"
http://twitter.com/statuses/update.xml
// koncový bod
Read/Retrieve
Read/Retrieve je realizováno HTTP metodou GET. V dob¥ vytvo°ení poºadavku zdroj
existuje a je nutné znát jeho URI, nebo alespo¬ znát princip jak jej sestavit. Tyto informace
v¥t²inou bývají voln¥ poskytovány provozovatelem API. Do poºadavku je moºno p°idat
parametry pro úpravu £i ﬁltraci výsledku.[15]
6anglicky resources
7Uniform Resource Identiﬁer
8JavaScript Object Notation
9Client URL Library
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Následující p°íklad demonstruje na£tení zdroje s úpravou výsledku pomocí parametr· a
byl p°evzat z webu[19].
GET
https://api.twitter.com/1.1/statuses/user_timeline.json?
screen_name=twitterapi&count=2
Výsledkem poºadavku jsou dv¥ zprávy od uºivatele Twitteru "twitterapi", získané ve
formátu JSON. Parametry, upravující výsledek, jsou uvedeny v £ásti za otazníkem '?' a jsou
od sebe odd¥leny ampersandem '&'. Takovýchto parametr· m·ºe být v dotazu uvedeno i
více, jejich zpracování pak provádí aplika£ní rozhraní.
Update
Update je realizováno HTTP metodou PUT. Tato metoda nemusí být vºdy podporována,
ale lze ji provést podobn¥ jako Create. Je moºné op¥t vyuºít nástroj CURL, který vyºaduje
autentiza£ní údaje, nová (zm¥n¥ná) data a URI upravovaného zdroje. Následující p°íklad
demonstruje upravení zdroje a byl p°evzat z webu[15].
// autentizace zmenena data
curl -u user:password -d "url=http://zdrojak.root.cz"
http://twitter.com/account/update_profile.xml
// uri zmeneneho zdroje
Delete
Delete je realizováno HTTP metodou DELETE. Ani tato metoda ale nemusí být vºdy pod-
porována a tak je v¥t²inou nahrazována metodou POST s parametrem ur£ujícím provedení
Delete, nebo pomocí speciální URI. Následující p°íklad demonstruje smazání zdroje ve dvou
variantách a byl p°evzat z webu[15].
// DELETE je podporovano
DELETE /api/user/pepa
Host: www.server.cz
// DELETE neni podporovano, nahrada specialni URI
http://twitter.com/statuses/destroy/císlo.format
JSON
JavaScript Object Notation, zkratkou JSON, je zp·sob zápisu dat (datový formát) nezávislý
na po£íta£ové platform¥, ur£ený pro p°enos dat, která mohou být organizována v polích,
strukturách nebo agregována v objektech.[20]
Architektura rozhraní REST umoº¬uje p°edávat data v tém¥° libovolném formátu. Pro
p°edávání dat mezi databází a aplikací Yumiﬁed byl zvolen formát JSON. Je velmi roz²í°ený
a data pomocí n¥j p°ená²ejí i v²echna dal²í aplika£ní rozhraní, s nimiº má výsledný produkt
komunikovat.
Výhodou u JSON je znateln¥ krat²í zápis p°i zachování ve²keré hierarchie a logiky.
Následuje krátký p°íklad syntaxe JSON.
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{"jmeno": "Eduard",
"prijmeni": "Pati£ka",
"adresa": {
"obec": "Brno",
"cp": 42,
"psc": 61200,
},
}
2.2.3 Zvolená architektura aplika£ního rozhraní
Na základ¥ zji²t¥ných informací byla pro pouºití v tomto projektu zvolena architektura
REST, p°edev²ím pro svou univerzálnost a nezávislost na formátu p°edávaných dat. Obliba
této architektury je na vzestupu, p°edev²ím u vývojá°· populárních mobilních aplikací a
sociálních sítí. Aplika£ní rozhraní s architekturou REST vyuºívá Twitter, Google+ i Four-
square. Facebook jiº REST API nepouºívá, ale nahradil jej vlastním, tzv. Graph API, které
je od REST API odvozeno.[21][22][23][24]
Výsledný produkt má komunikovat s rozhraním Foursquare, coº by v p°ípad¥ volby
SOAP znamenalo podporu obou architektur. Také vývojá°i aplikace Yumiﬁed implementují
REST API.
2.3 PHP framework
Framework (aplika£ní rámec) je softwarová struktura, která slouºí jako podpora p°i progra-
mování, vývoji a organizaci jiných softwarových projekt·. M·ºe obsahovat podp·rné pro-
gramy, knihovny API, podporu pro návrhové vzory nebo doporu£ené postupy p°i vývoji.[25]
Pouºití frameworku tak p°iná²í spoustu výhod ve form¥ usnadn¥ní a urychlení vývoje
produktu. Vývojá° se m·ºe zam¥°it na podstatu produktu a nezdrºovat se tak £asto a
opakovan¥ vyskytujícími se problémy.
PHP framework· neustále p°ibývá a ne v²echny jsou vhodné pro práci s databází. Proto
je nutné framework vybrat podle ur£itých kritérií. Sledované vlastnosti jsou:
• Podpora ORM,
• p°ítomnost query builderu, nebo jiných zp·sob· dotazování minimalizujících riziko
SQL injection,
• vhodnost pro st°ední a velké projekty, nejlépe up°ednost¬ující MVC,
• kvalitní dokumentace a aktivní komunita vývojá°·.
2.3.1 ModelViewController
Modelviewcontroller (MVC) je softwarová architektura, která rozd¥luje datový model apli-
kace, uºivatelské rozhraní a °ídicí logiku do t°í nezávislých komponent tak, ºe modiﬁkace
n¥které z nich má jen minimální vliv na ostatní.[26] Jde o moderní p°ístup k vývoji apli-
kací, vyºaduje modularitu a zp°ehled¬uje kód. Umoº¬uje sou£asnou práci programátora a
designéra na tomtéº projektu, aniº by docházelo k vzájemnému naru²ování kódu.
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2.3.2 Dostupné PHP frameworky
P°i výb¥ru MVC frameworku je výhodné zam¥°it se na ty nejznám¥j²í a nejpouºívan¥j²í,
u nichº lze o£ekávat kvalitní dokumentaci a velkou aktivní komunitu vývojá°·. Na základ¥
ºeb°í£ku na webu SitePoint[27] byly vybrány a posuzovány následující frameworky. Popu-
larita a aktivní komunita vývojá°· byly ur£eny pomocí mnoºství °e²ených témat pro kaºdý
framework na webu Stack Overﬂow.
Laravel
Výhodami tohoto frameworku jsou modularita a snadná roz²i°itelnost pomocí balík·. Za-
budovaná podpora ORM a query builderu. Dokumentace je na velice vysoké úrovni a na
webu Stack Overﬂow10 lze najít více neº 15 000 otázek a odpov¥dí.[28]
Phalcon
Tento framework je primárn¥ zam¥°en na rychlost. Výsledný program není interpretovaný,
jak je u PHP b¥ºné, ale kompilovaný, coº p°iná²í výrazné urychlení. Aby bylo moºné skript
p°eloºit, framework je implementován v kombinaci jazyk· C/C++ a PHP v podob¥ tzv. C
roz²í°ení. To znamená rozkouskování PHP kódu a jeho, v¥t²inou automatizovaný, p°epis do
jazyka C/C++.[29] Nativn¥ podporuje ORM, má vlastní query builder a snadno lze p°idat
knihovny t°etích stran. Dokumentace je kvalitní, ale na webu Stack Overﬂow11 je k nalezení
jen asi 700 otázek a odpov¥dí k tomuto frameworku.[30]
Symfony 2
Symfony 2 je framework pro st°ední a velké projekty. Je velmi robustní a nabízí spoustu
nástroj· jiº v základu. Dal²í roz²í°ení lze snadno p°idávat ve form¥ balík·.[31] Podporuje
ORM, query builder i DQL, protoºe je úzce spjat s knihovnou Doctrine.[32] P°esto vývojá°i
ponechává volnost vybrat si i z jiných nástroj· pro práci s databází, nap°. Propel. Doku-
mentace je velmi rozsáhlá a detailní a na webu Stack Overﬂow12 lze nalézt více neº 25 000
otázek a odpov¥dí.
CodeIgniter
CodeIgniter je framework pro st°edn¥ velké projekty. Obsahuje jen n¥kolik málo knihoven
a proto je velmi rychlý a snadný k nau£ení. Lze jej roz²i°ovat p°idáváním jak oﬁciálních
knihoven, tak i knihoven t°etích stran. Knihovnu ORM je moºné p°idat pomocí jednoho z
mnoha externích balík· speciáln¥ pro n¥j, nap°. datamapper13. Dokumentace je na velmi
dobré úrovni a lze nalézt více neº 33 000 zodpov¥zených dotaz·14.[33]
Yii
Framework Yii byl vyvíjen s ohledem na pouºití pro ﬁrmy, lze jej v²ak vyuºít i pro osobní
men²í projekty. Obsahuje spoustu knihoven, p°edev²ím pak podporuje ORM a query builder
10http://stackoverflow.com/questions/tagged/laravel
11http://stackoverflow.com/questions/tagged/phalcon
12http://stackoverflow.com/questions/tagged/symfony2
13http://datamapper.wanwizard.eu/
14http://stackoverflow.com/questions/tagged/codeigniter
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a lze jej dále roz²i°ovat. Dokumentace je na dobré úrovni a lze nalézt více neº 12 000 dotaz·
a odpov¥dí15.[34]
CakePHP
CakePHP je jeden ze star²ích framework· a také jeden z interpreta£n¥ nejpomalej²ích. Je
navrºen tak, aby práce s ním byla snadná a rychlá. Jiº v základu podporuje ORM a query
builder. Hlavní nevýhodou z·stává jeho pomalost. Framework obsahuje spoustu °ádk· kódu,
t°ebaºe dob°e komentovaného.[28] Dokumentace je na dobré úrovni a lze nalézt více neº 21
000 °e²ených problém·16.
Zend Framework 2
Jde o jeden z nejznám¥j²ích a nejpouºívan¥j²ích PHP framework·. Je velmi robustní, pri-
márn¥ zam¥°ený na velké projekty a na pouºití ve ﬁrmách. Podpora ORM je zaji²t¥na snad-
nou roz²i°itelností o knihovnu Doctrine.[35] Dokumentace je obsáhlá, ale ne p°íli² vhodná
pro za£áte£níky. Framework sebou p°iná²í vlastní IDE pro usnadn¥ní vývoje produkt·, které
vývojá° m·ºe, ale nemusí pouºít.[36][37] Komunita okolo Zendu je velmi rozsáhlá, p°esto lze
na webu Stack Overﬂow nalézt jen necelých 6 000 °e²ených problém·17. V p°ípad¥ hledání
odpov¥di existuje spousta dal²ích web·, n¥kterých p°ímo zam¥°ených na tento framework.
2.3.3 Zvolený PHP framework
Na základ¥ sesbíraných informací a provedení n¥kolika jednoduchých demonstra£ních cvi£ení
byl pro realizaci tohoto projektu zvolen framework Symfony 2 verze 2.6. P°edev²ím pro svou
propojenost s Doctrine, kvalitní a rozsáhlou dokumentaci a moºnost roz²í°ení o knihovny pro
implementaci a práci s REST aplika£ním rozhraním, zvanou FOSRestBundle18. Rychlého
vy°izování poºadavk· je docíleno implementací vlastní chytré cache. Yumiﬁed bude do bu-
doucna vyºadovat kvalitní framework pro st°ední a velké projekty, £emuº nejlépe odpovídá
Symfony 2.
15http://stackoverflow.com/questions/tagged/yii
16http://stackoverflow.com/questions/tagged/cakephp
17http://stackoverflow.com/questions/tagged/zend-framework2
18https://github.com/FriendsOfSymfony/FOSRestBundle
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Kapitola 3
Návrh
Aplikace Yumiﬁed primárn¥ vyºaduje informace o stravovacích za°ízeních, pokrmech, hod-
nocení pokrm· a uºivatelích. Pro v¥t²í pot¥²ení z pouºívání aplikace jsou p°idány herní prvky
na zp·sob sbírání odm¥n za p°ínos nových informací. Yumiﬁed chce uºivatel·m dát moº-
nost vytvá°et komunity stejným zp·sobem jako Twitter, tedy pomocí následování jednoho
uºivatele jiným uºivatelem. Dále nabízí uºivateli moºnost po°ídit fotograﬁe hodnoceného
pokrmu. Po°ízených fotograﬁí m·ºe být více a vºdy se jako úvodní fotograﬁe pokrmu zob-
razí ta, která obdrºí od uºivatel· nejlep²í hodnocení. Za takovéto fotograﬁe získává jejich
autor dal²í odm¥ny. Pokud si uºivatel p°eje ohodnotit pokrm pozd¥ji, je nutné tuto informaci
uchovat. Posledním prvkem je pr·b¥ºné uchovávání vývoje kvality stravovacího za°ízení. Pro
lep²í pochopení zp·sobu pouºití jsou popsány t°i z mnoha moºných scéná°·, z £ehoº první
je p°evaºující a nejobsáhleji popisující:
• Uºivatel má chu´ na zaru£en¥ dobré jídlo. V aplikaci si zobrazí kategorii nejlépe hod-
nocených pokrm· pro své blízké okolí, nazvanou "Top around". Pro kaºdý pokrm si
m·ºe zobrazit detailní informace a v²echna hodnocení. Pro kaºdý pokrm si také m·ºe
nechat zobrazit informace o za°ízení, kde jej servírují. Pokud se rozhodne podnik na-
v²tívit a pokrm si objednat, m·ºe jej ohodnotit, p°ípadn¥ vyfotit. Za kaºdé hodnocení
pokrmu, p°idání nového pokrmu a dal²ích p°ísp¥vk· do databáze získává uºivatel body
a zku²enosti, které slouºí jako ukazatele aktivity a prestiºe.
• Uºivatel A, kterého uºivatel B následuje, nedávno ohodnotil n¥který pokrm jako velmi
dobrý. Uºivatel B se rozhodne pokrm vyzkou²et také a vytvo°it si vlastní názor.
• Uºivatel p°ijde do jediné restaurace v okolí, a neví co dobrého si zde objednat. V
aplikaci nalezne danou restauraci a nechá si zobrazit pokrmy. Bu¤ vybere jeden z jiº
hodnocených, nebo se rozhodne vyzkou²et n¥jaký nový. M·ºe tak do databáze p°idat
nový pokrm, vzáp¥tí nové hodnocení a získat tak body a zku²enosti.
3.1 Návrh databáze
Následuje popis jednotlivých entit, jejich atribut· a vazeb. Entity jsou rozvrºeny s ohledem
na moºnou roz²i°itelnost. Pro ilustraci byl sestaven návrh schématu databáze na obrázku
3.1.
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Obrázek 3.1: Návrh schématu databáze.
3.1.1 Facility
Entita Facility reprezentuje stravovací za°ízení. Databáze uchovává pro kaºdé za°ízení
jediný záznam, který je vytvo°en aº tehdy, kdy je pro n¥j vloºen první pokrm. Informace o
za°ízení jsou získány z Foursquare, prost°ednictvím jeho API.
Atributy:
• facid  primární klí£ stravovacího za°ízení, není vytvá°en ale je p°ebírán z Four-
square, kde je ozna£en jako VENUE_ID,
• facname  název za°ízení,
• faccatid  id kategorie za°ízení,
• faccatname  název kategorie za°ízení, nap°. rychlé ob£erstvení,
• faclat  zem¥pisná ²í°ka stravovacího za°ízení,
• faclng  zem¥pisná délka stravovacího za°ízení,
• facrating  celkové hodnocení za°ízení, vypo£tené z celkového hodnocení v²ech jeho
pokrm·.
Pro kaºdé stravovací za°ízení v databázi je ukládán záznam jeho aktuálního celkového
hodnocení. Jedno stravovací za°ízení m·ºe být svázáno s 0N záznamy vývoje celkového
hodnocení (Progress) a s 1N pokrmy (Dish).
3.1.2 Progress
Ú£elem této entity je zaznamenávat aktuální celkové hodnocení stravovacího za°ízení po
kaºdé jeho zm¥n¥. Nashromáºd¥ná data jsou ur£ena k vykreslení grafu vývoje hodnocení
stravovacího za°ízení.
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Atributy:
• facid  sou£ást sloºeného primárního klí£e, jedná se o cizí klí£ z tabulky Facility,
• progtime  sou£ást sloºeného primárního klí£e, jedná se o £as vytvo°ení záznamu,
• progkey  sou£ást sloºeného primárního klí£e, jedná se o náhodné £íslo pro zaji²t¥ní
jednozna£né identiﬁkace záznamu v databázi,
• prograting  uloºená hodnota celkového hodnocení stravovacího za°ízení.
Jeden záznam hodnocení m·ºe být svázán s práv¥ jedním za°ízením (Facility).
3.1.3 Dish
Entita Dish reprezentuje jeden pokrm. Záznam o daném pokrmu nezávisí na hodnocení,
které m·ºe, ale nemusí být vloºeno p°i jeho p°idání. V atributech jsou uchovávány pr·m¥rné
hodnoty r·zných kategorií hodnocení, které se aktualizují p°i vloºení nového hodnocení
daného jídla, aby se tyto hodnoty nemusely po£ítat p°i kaºdém prohlíºení uºivatelem.
Atributy:
• dishid  primární klí£ záznamu, vytvo°en pomocí facid a autoincrement,
• facid  cizí klí£ za°ízení z tabulky Facility,
• dishname  název pokrmu,
• dishcourse  informace o chodu nebo druhu pokrmu (hlavní chod, p°edkrm, atd.),
• dishprice  pr·m¥rné hodnocení pom¥ru kvality pokrmu ku jeho cen¥,
• dishquality  pr·m¥rné hodnocení kvality pokrmu,
• dishpresentation  pr·m¥rné hodnocení vizuální prezentace,
• dishsize  pr·m¥rné hodnocení velikosti pokrmu,
• dishcost  cena pokrmu,
• dishcurrency  m¥na, ve které je zadána cena pokrmu,
• dishrating  hodnota vzniklá zpr·m¥rováním v²ech pr·m¥rných hodnocení.
Jeden pokrm m·ºe být svázán s práv¥ jedním stravovacím za°ízením (Facility), s 0N
fotograﬁemi (Photo), s 0N hodnoceními (Rated) a s 0N záznamy o odloºeném hodnocení
(Unrated).
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3.1.4 Photo
Entita reprezentuje fotograﬁi pokrmu. Pokrm nemusí mít fotograﬁi, stejn¥ tak jich m·ºe
mít nepo£ítan¥. Fotograﬁe je moºné hodnotit. Nejlépe hodnocená fotograﬁe se u pokrmu
zobrazuje jako primární.
Atributy:
• photouserid  sou£ást sloºeného primárního klí£e, jedná se o cizí klí£ z tabulky User,
• phototime  sou£ást sloºeného primárního klí£e, jedná se o £as p°idání fotograﬁe,
• dishid  cizí klí£ z tabulky Dish, ur£ující pokrm na fotograﬁi,
• photourl  URL odkazující na fotograﬁi,
• photolike  po£et hodnocení fotograﬁe.
Jedna fotograﬁe m·ºe být svázána s práv¥ jedním pokrmem (Dish), mohla být po°ízena
práv¥ jedním uºivatelem (User) a mohla získat 0N hodnocení (Likes).
3.1.5 Rated
Entita Rated reprezentuje jedno hodnocení konkrétního pokrmu.
Atributy:
• userid  sou£ást sloºeného primárního klí£e, jedná se o cizí klí£ z tabulky User,
• ratedtime  sou£ást sloºeného primárního klí£e, jedná se o £as p°idání hodnocení,
• dishid  cizí klí£ z tabulky Dish, ur£ující hodnocené jídlo,
• ratedprice  hodnocení pom¥ru kvality pokrmu ku jeho cen¥,
• ratedquality  hodnocení chuti pokrmu,
• ratedpresentation  hodnocení vizuální prezentace pokrmu,
• ratedsize  hodnocení velikosti pokrmu,
• ratedcost  cena pokrmu,
• ratedcurrency  m¥na uvedené ceny pokrmu,
• ratedcomment  celkové hodnocení pokrmu, vzniklé zpr·m¥rováním v²ech hodnocení.
Jedno hodnocení mohlo být zadáno práv¥ jedním uºivatelem (User) pro práv¥ jeden
pokrm (Dish).
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3.1.6 User
Entita User reprezentuje ú£et uºivatele.
Atributy:
• userid  primární klí£ záznamu, vytvo°en pomocí autoincrement,
• userrole  role uºivatele v systému,
• username  k°estní jméno uºivatele,
• usersurname  p°íjmení uºivatele,
• usernick  p°ezdívka,
• useremail  email uºivatele,
• userpassword  p°ihla²ovací heslo uºivatele,
• userphotourl  odkaz na proﬁlovou fotograﬁi uºivatele,
• userexp  mnoºství nasbíraných zku²eností.
Jeden uºivatel m·ºe zadat 0N hodnocení (Rated), vytvo°it 0N záznam· o odloºeném
hodnocení (Unrated), po°ídit 0N fotograﬁí pokrm· (Photo), ohodnotit 0N fotograﬁí po-
krm· (Likes), následovat 0N uºivatel· (Follow), být následován 0N uºivateli (Follow) a
sbírat body v 0N herních kategoriích (Game).
3.1.7 Game
Entita Game reprezentuje záznam herní kategorie. Uchovává po£ty nasbíraných odm¥n za
ohodnocení pokrm·. Záznam vzniká zárove¬ s vytvo°ením hodnocení pokrmu v nové kate-
gorii stravovacího za°ízení (sushi bar, pizzerie, fast food, atd.).
Atributy:
• userid  sou£ást sloºeného primárního klí£e, cizí klí£ z tabulky User,
• gamecatid  sou£ást sloºeného primárního klí£e, id kategorie stravovacího za°ízení,
• gametime  £as zaloºení hry dané kategorie,
• gameingr15  po£et nasbíraných bod· r·zných kategorií.
Jedna herní kategorie je svázána s práv¥ jedním uºivatelem (User).
3.1.8 Unrated
Entita Unrated uchovává záznamy o odloºeném hodnocení pokrm·. Pro jedno jídlo a jednoho
uºivatele m·ºe existovat vºdy nejvý²e jeden záznam o odloºeném hodnocení.
Atributy:
• userid  sou£ást sloºeného primárního klí£e, cizí klí£ z tabulky User,
• unratedtime  sou£ást sloºeného primárního klí£e, £as vloºení záznamu o odloºeném
hodnocení,
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• dishid  cizí klí£ z tabulky Dish, ur£ující neohodnocené jídlo.
Jedno odloºené hodnocení je svázáno s práv¥ jedním jídlem (Dish) a s práv¥ jedním
uºivatelem (User).
3.1.9 Likes
Entita Likes uchovává záznamy o hodnocení fotograﬁí pokrm·.
Atributy:
• likeuserid  sou£ást sloºeného primárního klí£e, cizí klí£ z tabulky User,
• liketime  sou£ást sloºeného primárního klí£e, £as vloºení hodnocení,
• photouserid  cizí klí£ z tabulky User, ur£ující uºivatele, který po°ídil hodnocenou
fotograﬁi,
• phototime  £as vytvo°ení záznamu fotograﬁe pro jednozna£né ur£ení hodnocené fo-
tograﬁe.
Jeden záznam o hodnocení je svázán s práv¥ jednou fotograﬁí (Photo) a s práv¥ jedním
hodnotícím uºivatelem (User).
3.1.10 Follows
Entita Follows uchovává záznamy o vztazích mezi uºivateli.
Atributy:
• followeruserid  sou£ást sloºeného primárního klí£e, cizí klí£ z tabulky User ur£ující
uºivatele který následuje jiného uºivatele,
• followeduserid  sou£ást sloºeného primárního klí£e, cizí klí£ z tabulky User ur£ující
uºivatele který je následován jiným uºivatelem,
• followtime  sou£ást sloºeného primárního klí£e, £as vytvo°ení záznamu o následo-
vání.
Jeden záznam o následování svazuje vºdy dva r·zné uºivatele (User). Tato provázanost
m·ºe být vºdy jedním £i druhým sm¥rem, nikdy v²ak pro jeden záznam ob¥ma sm¥ry.
3.2 Návrh aplika£ního rozhraní
Aplika£ní rozhraní musí dokázat poskytnout minimáln¥ dva druhy URI. První druh ukládá
data do databáze, druhý druh získává data z databáze. Dodate£nými druhy jsou editace
záznam· v databázi, coº p°ichází v úvahu pouze u ú£tu uºivatele, a smazání záznamu, coº
momentáln¥ není °e²eno a tato moºnost by byla p°id¥lena pouze administrátorovi databáze.
Rozhraní je vyvíjeno primárn¥ za ú£elem vyuºití v kombinaci s mobilní aplikací Yumiﬁed,
proto jsou následující kapitoly zam¥°eny na nejd·leºit¥j²í body poskytování informací pro
pot°eby této aplikace.
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3.2.1 Seznam stravovacích za°ízení
Vyvíjená databáze ukládá stravovací za°ízení aº ve chvíli, kdy je pro n¥j uloºen první pokrm.
To znamená, ºe databáze obsahuje jen nejnutn¥j²í minimum záznam· o za°ízeních, coº pro
uspokojení uºivatel· nesta£í. Proto je v tomto bod¥ vhodné vyuºít databázi Foursquare,
která obsahuje obrovské mnoºství míst, památek, atrakcí a v tomto p°ípad¥ hlavn¥ také
stravovacích za°ízení. K jejich získání sta£í zaslat správný dotaz s parametry zem¥pisné
²í°ky a délky. P°esn¥j²ích výsledk· lze dosáhnout speciﬁkací dal²ích volitelných parametr·,
které budou detailn¥ji popsány v £ásti implementace.
Získaná odpov¥¤ pak obsahuje seznam blízkých za°ízení i s jejich detailním popisem.
Tyto informace je nutné nejprve ﬁltrovat a seskládat do odpov¥di takového tvaru, jaký
poºaduje aplikace. K t¥m za°ízením, které jiº ve vyvíjené databázi mají záznamy, lze navíc
p°ipojit vlastní nasbírané informace, nap°íklad o kvalit¥ za°ízení. Teprve poté je moºné ji
odeslat uºivateli.
3.2.2 Detail stravovacího za°ízení
V tomto bod¥ se op¥t naráºí na problém minimálního po£tu za°ízení ve vlastní databázi.
Ta navíc uchovává jen ty nejnutn¥j²í informace, takºe nap°íklad otevírací dobu, adresu,
fotograﬁe apod. je pot°eba získat op¥t z databáze Foursquare. Toho je dosaºeno op¥t jediným
dotazem na Foursquare API, tentokrát s jediným parametrem, identiﬁkátorem stravovacího
za°ízení.
Získaná odpov¥¤ op¥t obsahuje obrovskou spoustu informací, které je nutno p°ebrat,
sestavit do odpov¥di pro aplikaci a p°ípadn¥ doplnit n¥které informace navíc z vlastní da-
tabáze.
3.2.3 Seznam hodnocených pokrm· ve stravovacím za°ízení
Pro zisk tohoto seznamu jiº není nutné vyuºívat Foursquare a pln¥ posta£ují data z vlastní
databáze. Do poºadavku je pot°eba obsáhnout pouze parametr identiﬁkátoru stravovacího
za°ízení. Z vlastní databáze jsou získány v²echny záznamy o pokrmech s cizím klí£em odpo-
vídajícím zadanému identiﬁkátoru za°ízení.
Získané záznamy je vhodné dále ﬁltrovat podle volitelných kritérií, nap°íklad pokud chce
uºivatel pouze deset nejlépe hodnocených pokrm·. Z vybraných výsledk· je pot°eba sestavit
odpov¥¤ v o£ekávaném tvaru a teprve tu odeslat.
3.2.4 Detail pokrmu
Základní informace o pokrmu jsou pouze název a chod. Dal²í poloºky jako cena, kvalita
a chu´ jsou p°idány, aº pokud bylo k jídlu vloºeno hodnocení. Dal²í nepovinnou poloºkou
je fotograﬁe. P°i vytvá°ení detailu pokrmu je tedy vhodné získat záznam nejen z tabulky
pokrmu, ale také z tabulek hodnocení a fotograﬁí. Pokud v²ak tyto dodate£né informace v
databázi nejsou, výsledek je odeslán bez nich a uºivatel tak m·ºe být motivován k jejich
p°idání, za coº bude odm¥n¥n body a zku²enostmi.
3.2.5 Seznam nejlépe hodnocených pokrm· v blízkém okolí
Zisk takovéhoto výsledku je kombinací p°edchozích zmín¥ných postup·. Tyto informace jsou
ve°ejn¥ dostupné, není tedy pot°eba aby byl uºivatel p°ihlá²en. Je ale nutné zadat parametry
zem¥pisné ²í°ky a délky. Ty jsou následn¥ p°eposlány jako parametry dotazu na Foursquare
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API. Odpov¥dí je seznam blízkých stravovacích za°ízení, pro které jsou ve vlastní databázi
hledány nejlépe hodnocené pokrmy. Odpov¥¤ pro uºivatele je poté sloºena pouze ze seznamu
pokrm·, kde je navíc ke kaºdému p°ipojen identiﬁkátor za°ízení, které jej servíruje.
3.2.6 Registrace uºivatele
Aby mohl uºivatel p°idávat pokrmy, hodnocení a fotky, musí být nejprve registrován. Re-
gistraci lze provést jediným POST dotazem, kde za²le údaje o sob¥, své heslo a p°ípadn¥
dal²í nepovinné informace, jako p°ezdívku nebo email. Kontrola, zda se nov¥ registrovaný
uºivatel jiº v databázi nenalézá, zde není vhodná. P°i úsp¥chu p°ijde uºivateli zp¥tná vazba,
obsahující jeho uºivatelské id, kterým se bude v kombinaci se zvoleným heslem v aplikaci
nadále prokazovat.
3.2.7 Detail uºivatele
Detail uºivatele lze získat ve dvou verzích. První verze je jako neoprávn¥ný uºivatel, kdy
informace obsaºené v odpov¥di nejsou citlivé, nap°. jméno, p°ezdívka nebo fotka. Druhá
verze je jako oprávn¥ný uºivatel, nap°. kdyº si uºivatel prohlíºí sv·j vlastní proﬁl, kdy jsou
zobrazeny i citliv¥j²í údaje, jako email nebo postup ve h°e p°i hodnocení pokrm·.
V první verzi je odpov¥¤ sestavena pouze ze záznamu z tabulky uºivatel·, ve druhé
je moºné p°iloºit informace i z tabulek hry, hodnocení i odloºených hodnocení. Informace
jako heslo, nebo role v systému se nesmí zobrazovat nikdy nikomu. Pokud uºivatel heslo
zapomene, musí si nastavit nové. Tento p°ístup je v sou£asnosti hojn¥ vyuºívaný a p°iná²í
vysokou úrove¬ zabezpe£ení.
3.2.8 Vztahy mezi uºivateli
Vztahy m·ºe vytvá°et pouze p°ihlá²ený uºivatel, a to vºdy pouze zp·sobem, kdy p°ihlá²ený
uºivatel za£ne následovat jiného uºivatele. Opa£ným sm¥rem vytvá°ení vazby nemá smysl
a ani se nepouºívá. Vºdy m·ºe existovat nejvý²e jeden záznam o vztahu kdy uºivatel A
následuje uºivatele B. Více takových záznam· by bylo p°ebyte£ných a mohly by zp·sobit
potíºe. Pro tyto dva uºivatele jiº m·ºe existovat jen jediný záznam, kdy uºivatel B následuje
uºivatele A.
K prohlíºení t¥chto vztah· je vºdy nutno up°esnit výchozího uºivatele a poté zvolit sm¥r
vztahu, tedy zda se má zobrazit seznam uºivatel· následovaných tímto uºivatelem, nebo
seznam uºivatel·, kte°í následují tohoto uºivatele.
3.2.9 P°idání pokrmu
P°idávat pokrmy smí pouze p°ihlá²ený uºivatel. V poºadavku je nutné zaslat citlivé údaje,
proto musí být pouºita metoda POST. Ten p°iná²í výhodu neomezené velikosti parametr·.
Protoºe je API implementováno pomocí architektury REST, poºadavek by m¥l obsahovat
v²echny informace pot°ebné k vykonání operace, tedy p°ihla²ovací údaje, název pokrmu a
identiﬁkátor stravovacího za°ízení.
Aplika£ní rozhraní, které p°ijalo tento poºadavek, musí ov¥°it existenci zmín¥ného za-
°ízení. Pokud existuje, získá si o n¥m informace z databáze Foursquare, ty uloºí do vlastní
databáze a teprve poté p°idá nový pokrm. P°i tomto procesu se m·ºe leccos pokazit a uºi-
vatel by o tom m¥l být informován, proto je vhodné zaslat zp¥tnou vazbu o úsp¥chu £i
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neúsp¥chu operace. P°i úsp¥chu se k odpov¥di p°ipojí i identiﬁkátor nov¥ p°idaného po-
krmu, pro moºnost následného p°idání hodnocení. Za takovýto p°ínos do databáze musí být
následn¥ odm¥n¥n body odpovídající herní kategorie a také zku²enostními body.
3.2.10 P°idání hodnocení pokrmu
P°idávat hodnocení k pokrm·m m·ºe op¥t pouze p°ihlá²ený uºivatel. Navíc je pot°eba
znát identiﬁkátor pokrmu, který uºivatel získal bu¤ z odpov¥di o úsp¥²ném p°idání nového
pokrmu, nebo z detailu pokrmu. Povinnými parametry jsou dále hodnocení kvality, pom¥ru
ceny ku kvalit¥, velikosti a prezentace. Volitelnými parametry jsou cena, m¥na a komentá°.
Kaºdý záznam v tabulce hodnocení je jednozna£n¥ identiﬁkován pomocí identiﬁkátoru
uºivatele a £asu vytvo°ení záznamu. Tyto dva údaje k jednozna£né identiﬁkaci záznamu
sta£í, za p°edpokladu ºe jsou poºadavky zasílány z mobilní aplikace uºivatelem. Je pot°eba
kontrolovat unikátnost kaºdého nového záznamu p°ed jeho vloºením do databáze pro p°ípad,
ºe by se n¥kdo snaºil vkládat hodnocení rychle za sebou, nap°íklad pomocí skriptu. P°i tomto
procesu se m·ºe leccos pokazit, proto je vhodné zaslat uºivateli zp¥tnou vazbu o úsp¥chu, £i
neúsp¥chu operace. Za takovýto p°ínos do databáze musí být následn¥ odm¥n¥n body pro
postup ve h°e a také zku²enostmi.
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Kapitola 4
Implementace
Kapitola implementace se zabývá nejd·leºit¥j²ími body, poznatky a problémy, které se v
pr·b¥hu realizace vyskytly. Nasti¬uje jejich r·zná °e²ení a detailn¥ji popisuje ta zvolená.
Projekt Yumiﬁed není pouze projektem pro bakalá°skou práci, ale jeho vývoj bude pokra-
£ovat, proto by v rámci této práce nem¥l být povaºován za hotový. Existuje je²t¥ spousta
návrh· a funkcí, které nebyly implementovány, ale s jejich realizací se po£ítá do budoucna.
4.1 Implementace databáze
Pro implementaci databáze byl zvolen dialekt SQL jazyka, MySQL. Byl vybrán p°edev²ím
pro svou celosv¥tovou roz²í°enost, popularitu, obrovskou podporu a kvalitní dokumentaci.
Struktura databáze je popsána jediným SQL souborem create_all.sql, který je k nalezení
na p°iloºeném CD. Databáze sestává z deseti tabulek, z £ehoº t°i tabulky jsou vazební. Ná-
sledující odstavce se zabývají problémy a netypickými °e²eními, které se p°i tvorb¥ databáze
vyskytly.
4.1.1 Primární klí£ vytvo°ený konkatenací cizího klí£e a £ísla
V databázi se nachází pouze dv¥ tabulky, které mají naprosto vlastní primární klí£. Jednou
z nich je tabulka User, kde je primární klí£ (userid) tvo°en £íslem a zvy²ován je pomocí
auto-increment. Druhá tabulka je Facility, jejíº primární klí£ (facid) je tvo°en texto-
vým °et¥zcem o délce 24 znak·. Tento klí£ není nijak vytvá°en, ale je p°ebírán z databáze
Foursquare, kde je pojmenován jako venue_id. Tabulka Dish má sice taktéº sv·j vlastní
primární klí£, nemusí jiº ale být naprosto unikátní.
Moºná °e²ení primárního klí£e tabulky Dish
Primární klí£ pro tabulku Dish sebou nese mnoho omezení. Tento klí£ je v databázi £asto
pouºíván jako cizí klí£, proto je vhodné, aby práce s ním byla co nejjednodu²²í a nejpoho-
dln¥j²í. Zárove¬ musí jednozna£n¥ ur£ovat kaºdý záznam této tabulky.
Je moºné vy°e²it tento problém nap°íklad zavedením primárního klí£e pokrmu jako £ísla,
zvy²ujícího se pomocí auto-increment a toto £íslo nechat spole£né pro v²echny pokrmy
v²ech za°ízení. To by v²ak vyºadovalo datový typ o vysokém rozsahu, nejspí²e bigint,
který ale p°iná²í nevýhody pomalej²í manipulace a nep°ehlednosti pro £lov¥ka, vývojá°e i
uºivatele.
23
Dal²ím moºným °e²ením by mohlo být vytvo°ení sloºeného primárního klí£e z cizích
klí£· z tabulek Facility a User. Pouºit by byl primární klí£ toho uºivatele, který pokrm do
databáze p°idal. Nevýhodou je, ºe takovýto záznam stále není jednozna£n¥ identiﬁkovatelný,
nebo´ stejný uºivatel m·ºe pro jeden podnik p°idat více pokrm·. Proto pot°ebuje dal²í
odli²ující údaj, nap°. £as p°idání nebo po°adové £íslo. S takovýmto sloºeným primárním
klí£em se ale nepohodln¥ zachází a náro£nost implementace roste. Nakonec také nemusí být
vhodné spojovat uºivatele p°ímo s pokrmem, nebo´ v budoucnu m·ºe uºivatel sv·j ú£et
zru²it, coº by mohlo zp·sobit problémy.
Kone£né °e²ení primárního klí£e tabulky Dish
Primární klí£ tabulky Dish je vytvá°en konkatenací primárního klí£e tabulky Facility a
po°adového £ísla, v rámci daného stravovacího za°ízení. Velikost po°adového £ísla je omezena
v rozsahu 11111  99999, coº poskytuje 88888 moºných záznam· pokrm· pro jedno za°ízení.
Primární klí£ tabulky Dish pak m·ºe vypadat nap°íklad: 502cf17ce4b0260c90a8d0e011113,
kde posledních p¥t £ísel ur£uje po°adové £íslo pokrmu. Tento zp·sob p°iná²í jednoduchost
p°i pouºívání, nebo´ se jedná o jediný údaj, a zárove¬ dostate£nou a logickou identiﬁkaci
pro kaºdý pokrm.
4.1.2 Primární klí£ sloºený z cizího klí£e a hodnoty
Pokud má kaºdá tabulka sv·j vlastní primární klí£, je práce s takovou databází pohodlná.
Pokud v²ak má tabulka obsahovat obrovské mnoºství záznam·, n¥které datové typy nemusí
sta£it, a poté ty dostate£n¥ velké, nap°. bigint mohou zp·sobit pomalej²í procházení a
vyhledávání. V takových p°ípadech je vhodné pouºít pro jednozna£nou identiﬁkaci záznam·
cizí klí£e. Ve vyvíjené databázi tento zp·sob vyuºívá 7 z 10 tabulek.
Tabulka Progress
Tabulka Progress pro identiﬁkaci svých záznam· vyuºívá primární klí£ tabulky Facility,
k n¥muº p°idává £as vytvo°ení záznamu a náhodné £íslo. Toto £íslo je ke klí£i p°idáno pro
p°ípad, kdy by v jeden okamºik dva uºivatelé hodnotili pokrm z totoºného stravovacího za-
°ízení. P°i b¥ºném pouºívání je taková situace velmi nepravd¥podobná, ale m·ºe to také být
zám¥r dvou domluvených uºivatel·. V takovém p°ípad¥ se nabízí dv¥ moºnosti, bu¤ p°idání
záznamu odmítnout, nebo p°ipojit jiº zmín¥né náhodn¥ vygenerované £íslo o dostate£n¥
velkém rozsahu. Moºnost p°ipojit k záznamu místo náhodného £ísla primární klí£ uºivatele,
který vyvolal zm¥nu, byla zamítnuta, protoºe není vhodné spojovat záznam s uºivatelem z
d·vod· zmín¥ných v £ásti 4.1.1. Výsledný klí£ je tedy deklarován následovn¥:
PRIMARY KEY (`facid`, `progtime`, `progkey`),
FOREIGN KEY (`facid`) REFERENCES facility(`facid`) ON DELETE CASCADE
Tabulky Rated, Unrated, Photo a Likes
Tabulky Rated, Unrated, Photo a Likes vyuºívají k jednozna£né identiﬁkaci kaºdého zá-
znamu primární klí£ z tabulky User v kombinaci s £asem vytvo°ení záznamu. P°i b¥ºném
pouºívání je tato dvojice dosta£ující. Pokud by se uºivatel pokou²el vloºit více záznam·
rychle za sebou, nap°íklad skriptem, nejedná se o b¥ºné pouºití a v takovém p°ípad¥ by
mohly být dal²í záznamy odmítnuty. Tento problém je ale záleºitost aplika£ního rozhraní.
Implementace sloºeného primárního klí£e je demonstrována následujícím p°íkladem:
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PRIMARY KEY (`userid`, `ratedtime`),
FOREIGN KEY (`userid`) REFERENCES user(`userid`) ON DELETE CASCADE
Tabulka Game
Tabulka Game obsahuje taktéº údaj o £ase vytvo°ení záznamu, nepot°ebuje jej ale k jedno-
zna£né identiﬁkaci záznamu. K tomu slouºí identiﬁkátor kategorie stravovacího za°ízení v
kombinaci s primárním klí£em uºivatele. Údaj o £ase je zde p°ipojen ke sloºenému primár-
nímu klí£i spí²e dodate£n¥. Lépe je v²e vid¥t na následujícím p°íkladu:
PRIMARY KEY (`userid`, `gamecatid`, `gametime`),
FOREIGN KEY (`userid`) REFERENCES user(`userid`) ON DELETE CASCADE
4.1.3 Vazební tabulka Follow
Zvlá²tností ve vyvíjené databázi je vazební tabulka Follow, jejíº primární klí£ je sloºen ze
dvou cizích klí£·, p°i£emº oba jsou primární klí£e z tabulky User. V databázi je povolena
vºdy jen jedna variace t¥chto klí£·, p°esto je k nim p°idán je²t¥ £as vytvo°ení záznamu.
Implementace je znázorn¥na následujícím p°íkladem:
PRIMARY KEY (`followeruserid`, `followeduserid`, `followtime`),
FOREIGN KEY (`followeruserid`) REFERENCES user(`userid`) ON DELETE CASCADE,
FOREIGN KEY (`followeduserid`) REFERENCES user(`userid`) ON DELETE CASCADE
4.2 Implementace aplika£ního rozhraní
Pro pohodlné pouºívání databáze byly navrºeny koncové body, v praxi nazývané jako end-
pointy, které jsou popsány tabulkou 4.1. V následujících kapitolách jsou popisovány n¥které
problémy a °e²ení z implementace t¥chto endpoint·.
4.2.1 Implementace webových stránek
Tvorba webového aplika£ního rozhraní není primárním ú£elem PHP frameworku Symfony.
Ten je zam¥°en na tvorbu moderních, dynamických a bezpe£ných webových stránek a vy-
tvá°ení aplika£ního rozhraní je spí²e druhotná záleºitost. P°esto byla pro projekt Yumiﬁed
vytvo°ena jen úvodní stránka s logem a dv¥ma, zatím nefunk£ními, obrázkovými odkazy ke
staºení aplikace pro Android a iOS. Dal²í plánované stránky jsou p°edev²ím dokumentace
aplika£ního rozhraní a administrátorská sekce.
Pomocí webového prohlíºe£e lze zasílat v²echny GET poºadavky, jeº jsou uvedeny v
tabulce 4.1 a získávat tak jejich výsledky i bez pouºití mobilní aplikace nebo terminálového
nástroje. Tyto stránky jsou automaticky generovány z navracených výsledk· pomocí seriali-
zéru. Ten je dostate£n¥ inteligentní a dokáºe z asociativních polí na vstupu vytvo°it £itelnou
stránku, zobrazitelnou ve webovém prohlíºe£i. Dal²í výhodou je moºnost volby podoby vý-
sledku. Ten m·ºe být bu¤ ve form¥ XML dokumentu, nebo pomocí zápisu v JSON. Dal²í
formáty je moºné p°idat jednoduchým nastavením serializéru, pro b¥ºné pot°eby ale tyto
dva sta£í.
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4.2.2 Vytvo°ení t°íd entit
Symfony framework vyuºívá pro manipulaci se záznamy v databázi princip objektov¥ re-
la£ního mapování. To p°iná²í moºnost manipulovat s jednotlivými záznamy tabulek jako
s b¥ºnými objekty. Knihovna Doctrine, která je implicitní sou£ástí Symfony frameworku,
nabízí funkci automatického generování t°íd pro deﬁnici t¥chto objekt·. Jedná se sice jen o
vytvo°ení atribut· a základních metod set a get pro kaºdý atribut, ale vývojá°i to zajisté
p°inese velkou úsporu £asu, obzvlá²t¥ u velkých databází se spoustou tabulek. Vygenerované
t°ídy je moºné dále upravovat a p°idávat vlastní metody.
typ endpoint povinné parametry
GET facilities lat lng
GET facility id
GET menu id
GET dish id
GET top_around lat lng
GET progress facid
GET userinfo userid
GET comment id
GET followed userid
GET following userid
POST regusers name surname password
POST connects userid password
POST editusers userid password
POST follows userid password followeduserid
POST adddishes userid password facid name
POST addratings userid password dishid price quality presentation size
POST addunratings userid password dishid
POST addphotos userid password dishid url
POST addlikes userid password photouserid phototime
POST games userid password
Tabulka 4.1: Tabulka endpoint· a povinných parametr· aplika£ního rozhraní
4.2.3 Ov¥°ení korektnosti parametr·
Implementované aplika£ní rozhraní p°ijímá poºadavky dvou metod, GET a POST. U po-
ºadavk· typu GET jsou parametry p°edávány jako sou£ást URL a jsou tedy £itelné i pro
uºivatele. U poºadavk· typu POST jsou parametry sou£ástí t¥la dotazu, nejsou b¥ºn¥ £i-
telné pro uºivatele a také se neukládají do cache a historie prohlíºe£e. Z tohoto d·vodu jsou
poºadavky POST vhodné pro zasílání citlivých údaj·, nap°. jména a hesla.
Symfony framework p°iná²í knihovny pro automatické zachycení a parsování obou druh·
poºadavk·. Parametry jsou pak vývojá°i dostupné ve form¥ asociativního pole, se kterým
se pracuje podstatn¥ lépe.
Korektnost p°ijatých parametr· u metody GET je moºné ov¥°it deﬁnováním datového
typu a rozsahu pomocí regulárního výrazu, zapsaného v anota£ním komentá°i. Parametry,
které jsou v URL navíc, jsou automaticky ignorovány a nep°edstavují pro aplika£ní rozhraní
hrozbu.
Dal²ím stupn¥m ov¥°ení, spole£ným pro GET i POST, je kontrola neprázdnosti povin-
ných parametr·, nap°. kontrola prázdného textového °et¥zce (""). D·leºité je také ov¥°it
rozsah zadané zem¥pisné ²í°ky a délky (lat a lng). Tyto hodnoty se mohou pohybovat
pouze v rozmezí: lat <-90; 90> a lng <-180; 180>.
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Poslední stupe¬ ov¥°ení se týká primárního klí£e záznamu, zadaného jako parametr po-
ºadavku. P°ed provedením poºadované operace, nap°. p°idání hodnocení pro daný pokrm,
je ov¥°ena existence zadaného pokrmu v databázi. Pokud záznam není nalezen, provedení
poºadavku je zamítnuto. Ov¥°ení existence a správného p°ihlá²ení uºivatele demonstruje
následující p°íklad:
$user = $repository->findOneBy(array("userid" => $request->
request->get("userid")));
if (($user == null) or
($user->getUserpassword() != $request->request->get("password")))
return array("code" => "fail");
4.2.4 Zisk informací o stravovacích za°ízení
Na po£átku svého fungování, databáze neobsahuje ºádné záznamy o stravovacích za°ízeních.
Pokud si uºivatel vyºádá seznam nejbliº²ích za°ízení, aplika£ní rozhraní jeho poºadavek
p°epo²le na Foursquare API. Odpov¥¤ od Foursquare p°epracuje do vlastní podoby a za²le
ji uºivateli. Teprve ve chvíli, kdy uºivatel p°idává do databáze pokrm, jsou informace o
stravovacím za°ízení ukládány do vlastní databáze.
P°i vyhledávání nejbliº²ích stravovacích za°ízení lze upravovat p°esnost výsledk· zadá-
ním velikosti okruhu pro hledání. P°i vynechání tohoto parametru se m·ºe stát, ºe se ve
výsledcích neobjeví to za°ízení, ve kterém se práv¥ uºivatel nalézá. To je nep°ípustný ne-
dostatek, proto je pot°eba tento parametr zadávat vºdy. Nabízí se t°i zp·soby získávání
nejbliº²ích za°ízení.
V prvním zp·sobu by byl na Foursquare zaslán jen jeden dotaz s malým parametrem
radius, nap°. 1000 metr·. V tomto p°ípad¥ jsou získané výsledky velmi p°esné a pokud se
uºivatel nalézá v n¥kterém stravovacím za°ízení, informace o n¥m budou vºdy na prvním
míst¥. Díky zaslání jen jednoho dotazu na Foursquare je tento zp·sob nejrychlej²í. Nevýho-
dou ale m·ºe být malý po£et záznam· o jednotlivých za°ízeních. Tento nejjednodu²²í zp·sob
je demonstrován následujícím p°íkladem:
$client = $this->container->get("jcroll_foursquare_client");
$client->addToken($oauthToken);
$gvc= $client->
getCommand("venues/search",
array("ll" => $ll,
"radius" => "1000",
"categoryId" => "4d4b7105d754a06374d81259"));
$response = $gvc->execute();
V druhém zp·sobu by docházelo k cyklickému zasílání dotaz· na Foursquare, pokaºdé
s v¥t²ím parametrem radius. Odpov¥di v²ech dotaz· by se postupn¥ slu£ovaly a duplicitní
záznamy se zahodily. Tento zp·sob p°iná²í detailní seznam stravovacích za°ízení, z blízkého i
vzdálen¥j²ího okolí, a výsledk· m·ºe být mnoho. Nevýhodu je velmi dlouhá doba provád¥ní.
asový rozdíl mezi prvním a druhým zp·sobem se pohybuje v °ádu sekund.
Jako optimální zp·sob se ukázalo zaslání t°í dotaz·, s polom¥ry 1000 metr·, 2000 metr·
a poslední bez polom¥ru. Odpov¥di t¥chto t°í dotaz· se op¥t slou£í, duplicitní záznamy se
zahodí a výsledkem je dostate£n¥ detailní pole záznam· o blízkých i vzdálených za°ízeních.
Doba provád¥ní se zde pohybuje v °ádu desetin sekundy, coº je p°i zisku takto detailního
výsledku p°ijatelné.
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4.2.5 Stránkování odpov¥di
V sou£asných aplikacích je trendem nezasílat ihned úpln¥ v²echny výsledky, ale zaslat jich jen
p°edem ur£ený po£et, a na poºádání zaslat dal²í. Tomuto principu se °íká stránkování a slouºí
k urychlení komunikace, díky men²ímu objemu dat p°ená²eného po síti. Projekt Yumiﬁed
tento princip vyuºívá u endpoint· facilities, menu, comment, top_around, followed a
following.
Jeho realizace je zaloºena na zasílání dvou parametr·, page a page_limit, které speciﬁ-
kují £íslo strany a po£et záznam· na jedné stran¥. Z t¥chto dvou £ísel je vypo£ten po£áte£ní
a koncový index, ur£ující které záznamy z pole výsledk· budou p°edány uºivateli.
S tímto se pojí také poloºka next_page, nacházející se v odpov¥di zmín¥ných endpoint·.
Její hodnotou je URL, na které lze získat dal²í stranu. Pokud ale jiº uºivatel obdrºel poslední
stranu, je pot°eba aby ta poloºku next_page neobsahovala. Toho lze docílit jednoduchým
ov¥°ením, zda se koncový index rovná délce pole výsledk· zmen²ené o jedna. V takovém
p°ípad¥ se jednodu²e poloºka next_page nep°ipojí do odpov¥di. Toto téma je shrnuto a
demonstrováno následujícím p°íkladem pro pole pokrm·:
$dishesCount = count($dishes);
$start = ($params[page] - 1) * $params[page_limit];
$stop = ($params[page] * $params[page_limit]) - 1;
if ($start > $dishesCount-1)
return array("count" => 0, "menu" => null, "next_page" => null);
if ($stop > $dishesCount-1)
$stop = $dishesCount-1;
$dishes = $this->getSubarray($dishes, $start, $stop);
if ($dishesCount-1 == $stop)
$next_page = null;
4.2.6 Zamezení zobrazení citlivých údaj·
N¥které informace o uºivateli, nap°íklad jeho heslo, by se nikdy nem¥ly dostat mimo apli-
ka£ní rozhraní. Uvnit° n¥j je pot°eba s heslem pracovat, p°edev²ím p°i ov¥°ování uºivatele,
ale nikdy se nesmí dostat do odpov¥di. Primární zabezpe£ení spo£ívá v tom, manuáln¥
takové informace do odpov¥di nep°idávat. Jsou ale situace, kdy se díky propojenosti tabu-
lek v databázi, nap°íklad k záznam·m o hodnocení jídel, automaticky p°idají informace o
hodnotitelích. Tento únik vývojá° nemusí o£ekávat a je pot°eba jej bezpe£n¥ o²et°it.
Toho lze docílit správným nastavením serializéru. Kaºdá odpov¥¤, vytvo°ená v aplika£-
ním rozhraní, musí projít skrze serializér, který ji p°evede do poºadované podoby (JSON
nebo XML). Zde je moºné nastavit, které poloºky mohou být do odpov¥di p°idány a které ne.
Serializér tak lze vyuºít jako poslední zabezpe£ovací bariéru p°ed úniky citlivých informací.
4.2.7 P°idání a hodnocení pokrmu
P°idání pokrmu a p°idání hodnocení je rozd¥leno do dvou samostatných poºadavk·, které
na sebe navazují. Pokud se uºivatel pokusí p°idat hodnocení k pokrmu, který v databázi
neexistuje, je mu navrácena odpov¥¤ o chyb¥.
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P°idání pokrmu
Pokud p°idává nový pokrm, musí mezi parametry zadat své p°ihla²ovací údaje, identiﬁkátor
stravovacího za°ízení a název nového pokrmu. Nejprve se ov¥°í, zda zadané stravovací za-
°ízení existuje v databázi. Pokud ne, je zaslán dotaz na Foursquare. Pokud ani Foursquare
toto za°ízení ve své databázi nenalezne, uºivateli je navrácena chybová odpov¥¤. Pokud jej
nalezne, do vlastní databáze se p°idá záznam s novým stravovacím za°ízením a následuje
p°idání nového pokrmu. Za takové p°isp¥ní do databáze uºivatel získá zku²enostní body. V
odpov¥di o úsp¥²ném p°idání pokrmu do databáze je obsaºen i identiﬁkátor nov¥ p°idaného
pokrmu.
P°idání hodnocení pokrmu
Pokud chce uºivatel vzáp¥tí p°idat i jeho hodnocení, vyuºije tento identiﬁkátor jako para-
metr. P°i zaslání poºadavku na p°idání hodnocení se musí ov¥°it existence zadaného pokrmu.
Dále se ov¥°uje, zda tento uºivatel nemá pro tento pokrm v databázi uloºen záznam o od-
loºeném hodnocení. Pokud ano, je smazán a vzáp¥tí je vytvo°en nový záznam o hodnocení
pokrmu.
Aktualizace pr·m¥rného hodnocení pokrmu
P°i úsp¥²ném p°idání nového hodnocení musí dojít hned k n¥kolika operacím. První ope-
rací je aktualizace pr·m¥rného hodnocení práv¥ ohodnoceného pokrmu. Znamená to nalézt
v²echny záznamy o hodnocení daného pokrmu v databázi, spo£ítat jejich nový pr·m¥r a ten
uloºit do poloºky dishrating v záznamu pokrmu.
Aktualizace pr·m¥rného hodnocení stravovacího za°ízení
Dal²í operace zahrnuje zpr·m¥rování hodnot poloºek dishrating ze v²ech pokrm· ze stej-
ného stravovacího za°ízení. Nový pr·m¥r je uloºen do poloºky facrating v záznamu p°í-
slu²ného stravovacího za°ízení.
P°idání záznamu do tabulky Progress
P°edposlední operace spo£ívá ve vytvo°ení nového záznamu do tabulky Progress, kam je
uloºena nová hodnota pr·m¥rného hodnocení daného stravovacího za°ízení a £as vytvo°ení
záznamu. Tato data pozd¥ji slouºí k vykreslení grafu v mobilní aplikaci.
P°idání nebo aktualizace záznamu v tabulce Game
Poslední operace je vytvo°ení, nebo aktualizace záznamu o sb¥ru bod· v tabulce Game. Za
kaºdé p°idané hodnocení pokrmu je uºivatel odm¥n¥n body, které zvedají prestiº a d·v¥-
ryhodnost jeho hodnocení. Jedná se o jiné body, neº jaké m·ºe získat za p°idání pokrmu
nebo fotograﬁe. Body jsou navíc d¥leny do kategorií podle druhu stravovacího za°ízení, nap°.
italská kuchyn¥, £ínská kuchyn¥, indická kuchyn¥, atd. Pokud tedy uºivatel hodnotil pokrm
z £ínské kuchyn¥ a doposud nemá záznam z této kategorie, je nutné vytvo°it nový záznam.
V opa£ném p°ípad¥ dojde pouze k p°idání bod· do tohoto záznamu.
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4.2.8 Vytvo°ení primárního klí£e pokrmu
Z d·vod· zmín¥ných v kapitole 4.1.1 je nutné vytvá°et primární klí£ pro kaºdý nov¥ p°idaný
pokrm. Jeho tvorba spo£ívá v konkatenaci identiﬁkátoru stravovacího za°ízení s po°adovým
£íslem. Metoda createNewDishId nejprve v²echny záznamy pokrm· pro dané za°ízení se-
skládá do pole a zjistí jeho velikost. Pokud je nulová, jedná se o první pokrm a £íslo bude
rovno 11111. Jinak je pole pokrm· se°azeno vzestupn¥ podle poloºky dishid. Po°adové
£íslo nového pokrmu je zadáno o jedna v¥t²í neº je po°adové £íslo posledního záznamu v
poli pokrm·.
4.2.9 Kontrolér pro správu databáze
Je velice pravd¥podobné, ºe p°i ostrém provozu bude docházet k vytvá°ení spousty duplicit,
fale²ných hodnocení a neaktivních proﬁl· uºivatel·. Proto je vhodné p°ed nasazením do pro-
vozu vytvo°it nástroj pro správu databáze. Projekt Yumiﬁed má v základní verzi k dispozici
jen pár jednoduchých metod pro vypsání poloºek v jednotlivých tabulkách a mazání proﬁlu
uºivatel·. Je zapot°ebí dal²ích nástroj· pro vyhledávání a mazání bezcenných záznam·, aby
byla databáze pouºitelná pro b¥ºný provoz.
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Kapitola 5
Testování
Testování aplika£ního rozhraní a databáze bylo provád¥no ve t°ech fázích: p°i implementaci
pomocí nástroje HTTPie1 v terminálu, po implementaci pomocí skript· a po nahrání na
internet pomocí mobilní aplikace.
5.1 Testování pomocí HTTPie
Terminálový nástroj HTTPie umoº¬uje jednodu²e a rychle zasílat poºadavky GET a POST.
U poºadavk· GET je nutné escapovat v²echny ampersandy "&" p°i zadávání URL s para-
metry. U poºadavk· POST jsou parametry zadávány za URL odd¥leny mezerou. Výhodou
tohoto nástroje je p°ehledné strukturování odpov¥di a barevné odli²ení klí£· a hodnot.
Tímto nástrojem byly provád¥ny testy funk£nosti v²ech metod bezprost°edn¥ p°i jejich
implementaci a byly tak odhaleny prvotní chyby a nedostatky. Následuje p°íklad zadání
poºadavk· GET a POST v nástroji HTTPie:
# GET
http http://localhost/web/facilities.json?lat=49\&lng=0\&page=2\&page_limit=8
# POST
http http://localhost/web/adddishes.json userid=111112 password=secret \
facid=502cf17ce4b0260c90a8d0e0 \
name="Hov¥zí steak"
5.2 Testování pomocí skriptu
Po implementování stanovených metod následovalo testování pomocí skript·. Pro kaºdý
poºadavek (facilities, menu, adddishes, atd.) byl vºdy vytvo°en jeden skript pro jeho
testování. Skripty se zam¥°ují p°edev²ím na chybné vstupní parametry, a´ uº rozsahem
nebo datovým typem. Implementovány byly jako mnoºina p°íkaz· pro HTTPie sestavených
za sebou.
P°i tomto testování byl odhalen problém, zp·sobený zadáním neexistujícího identiﬁká-
toru stravovacího za°ízení. Tento identiﬁkátor je aplika£ním rozhraním p°eposílán na Four-
square, který jej nepozná a jiº samotné provedení p°íkazu odeslání poºadavku zp·sobuje
chybu. Tuto chybu se nepoda°ilo odchytit ani uzav°ením p°íkazu do bloku try{...}catch().
1https://github.com/jakubroztocil/httpie
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e²ením by mohlo být kontrola validního identiﬁkátoru jiº v aplika£ním rozhraní, k £emuº
je ale pot°eba znát správný hashovací algoritmus.
5.3 Testování pomocí mobilní aplikace
V pr·b¥hu vývoje, ale hlavn¥ v jeho záv¥ru, bylo aplika£ní rozhraní testováno pomocí mo-
bilní aplikace. Primární pouºití aplika£ního rozhraní je zamý²leno práv¥ pro vyvíjenou apli-
kaci, proto se tímto testováním strávilo nejvíce £asu.
Aplikaci testovalo deset osob, osm zku²ených uºivatel· mobilních aplikací a dva mén¥
zku²ení. Kaºdý uºivatel m¥l zadány úkoly k provedení a poté mu byl dán neomezený £as
pro libovolnou manipulaci. V pr·b¥hu celého záv¥re£ného testování nebyla odhalena chyba
aplika£ního rozhraní ani databáze. Výhodou pouºití aplika£ního rozhraní v kombinaci s
mobilní aplikací spo£ívá v tom, ºe sama aplikace ov¥°uje správnost zasílaných parametr·,
coº minimalizuje riziko vzniku chyby.
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Kapitola 6
Záv¥r
Cílem této práce bylo vytvo°it databázi pro ukládání pokrm·, hodnocení pokrm·, stravova-
cích za°ízení, které je servírují, a uºivatel·, kte°í je hodnotí. K t¥mto nejd·leºit¥j²ím infor-
macím p°ibyly dal²í, umoº¬ující dopl¬kové funkce. Databáze byla popsána pomocí MySQL
a n¥které implementa£ní detaily byly rozebrány v £ástech návrhu a implementace databáze,
3.1 a 4.1.
Aby se s databází dob°e pracovalo, dal²ím úkolem byla implementace webového apli-
ka£ního rozhraní. Podmínkou v zadání práce byla realizace pomocí PHP frameworku libo-
volného výb¥ru. Pro svou celosv¥tovou popularitu, roz²í°enost a kvalitní dokumentaci byl
vybrán framework Symfony 2. Mnoºství usnadn¥ní a bezpe£nostních opat°ení p°inesly jeho
knihovny pro zpracování parametr· z GET i POST poºadavk· a serializér výstupních dat.
N¥které implementa£ní detaily byly popsány v £ástech 3.2 a 4.2.
Implementované endpointy byly popsány tabulkou 4.1. Bylo vyuºito jak poºadavk· me-
tody GET, tak poºadavk· metody POST. Aplika£ní rozhraní dokáºe informace ukládat
i poskytovat, p°i£emº ukládat mohou pouze p°ihlá²ení uºivatelé. V¥t²ina poºadavk· pro
získání dat je proveditelná pomocí GET, proto je moºné je získávat i p°es webový prohlíºe£.
Testování prob¥hlo ve t°ech fázích, pomocí terminálového nástroje HTTPie, pomocí
sady skript· a pomocí mobilní aplikace. V¥t²ina zji²t¥ných problém· byla opravena. Ty,
které se opravit nepoda°ilo, vyºadují hlub²í zkoumání p°í£iny a °e²ení, ale i tak nezp·sobují
nekonzistenci nebo jiné problémy v databázi.
Výsledné °e²ení bylo nahráno na bezplatný webhosting a je dostupné k odzkou²ení na
URL: http://www.apitest.g6.cz/web/. Na této URL je k nalezení pouze úvodní obra-
zovka. Pro získání nap°. seznamu blízkých stravovacích za°ízení se za zmín¥né URL p°ipojuje
název endpointu, formát odpov¥di a parametry. Výsledná URL pak vypadá nap°íklad:
http://www.apitest.g6.cz/web/facilities.json?lat=49&lng=0&page=1
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P°íloha A
Obsah CD
A.1 api.zip
Tento archiv obsahuje soubory PHP frameworku Symfony 2 s roz²í°ením o knihovny FO-
SRestBundle a JcrollFoursquareApiBundle. V adresá°i src/Api/DataBundle/ se nachází
soubory tohoto projektu.
• Controller  v²echny kontroléry zaji²´ující fungování api,
• Entity  soubory s deﬁnicí v²ech t°íd pro objektov¥ rela£ní mapování,
• Resources/config/doctrine  soubory s popisem mapování objekt· na databázi,
• Resources/config/serializer  soubory s deﬁnicí povolených a zakázaných infor-
mací v odpov¥di,
• Resources/views/Default  soubor s deﬁnicí titulní webové stránky.
A.2 database.zip
Archiv obsahuje soubor create-all.sql. Tento soubor deﬁnuje v²echny tabulky, jejich
atributy a datové typy.
A.3 tests.zip
Archiv obsahuje sadu skript·, vyuºitých pro testování funk£nosti v²ech metod a hlavn¥
správných reakcí na zadání chybných parametr·.
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P°íloha B
Manual
B.1 Vytvo°ení databáze
Databázi lze vytvo°it jednodu²e pomocí nástroje phpMyAdmin. Po zaloºení nové databáze
sta£í funkcí import nastavit vytvo°ení tabulek podle p°iloºeného souboru create-all.sql.
Pro dal²í pouºití je nutné znát login a heslo uºivatele databáze a také název databáze.
B.2 Konﬁgurace aplika£ního rozhraní
Archiv api.zip je pro lokální pouºití nutné rozbalit do sloºky www/ nebo www/html/, podle
konﬁgurace Apache kaºdého uºivatele. Pro zprovozn¥ní na internetu je nutné archiv rozbalit
do správné sloºky podle pokyn· konkrétního webhostingu.
Po úsp¥²ném rozbalení do správné sloºky je pot°eba nastavit informace pro propojení s
databází. Tyto údaje lze nastavit v souboru app/config/parameters.yml. Jedná se o údaje
database_host, database_port, database_name, database_user a database_password.
Pro lokální pouºití je nutné nastavit sloºkám app/cache a app/logs právo pro zápis.
Po úsp¥²ném provedení tohoto kroku by aplika£ní rozhraní m¥lo být funk£ní, coº lze
nejjednodu²eji ov¥°it zadáním následujících URL do webového prohlíºe£e:
// "hosting" je nutno nahradit za doménu, nap° "localhost" nebo
// "apitest.g6.cz" nebo jinou pouºitou
http://hosting/web
http://hosting/web/facilities.json?lat=49&lng=0
http://hosting/web/menu.json?id=502cf17ce4b0260c90a8d0e0
První URL by m¥la zobrazit úvodní stránku projektu Yumiﬁed. Druhá URL by m¥la
zobrazit v²echna stravovací za°ízení na sou°adnicích N 49◦ E 0◦ ve formátu JSON. T°etí
URL by m¥la zobrazit v²echny pokrmy ze stravovacího za°ízení s daným identiﬁkátorem.
Protoºe v databázi zatím nejsou ºádné pokrmy, m¥la by se objevit odpov¥¤ {"count": 0}
ve formátu JSON.
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