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Elaborato Opzionale
1 Introduzione
Una parte del colloquio orale e` dedicata al lezioni svolte in laboratorio e allo stu-
dente e` chiesto di completare e/o analizzare un programma Java all’elaboratore,
che verra` proposto dal docente sul momento, in cui si utilizzano le tecniche viste
durante il corso. Opzionalmente, questa parte puo` essere sostituita con un pic-
colo progetto svolto dallo studente – individualmente o in gruppo (max. 3 stu-
denti) – e illustrato al docente durante il colloquio. Il progetto deve concernere
un problema/sistema in cui gli aspetti relativi alla concorrenza e alle tecniche
di programmazione concorrente siano particolarmente rilevanti. Durante il col-
loquio, il docente chiedera` allo studente di descrivere il progetto, la soluzione
adottata, e anche i test di performance e le verifiche di correttezza effettuate.
La consegna del progetto consiste in una cartella compressa contenente:
• una sottocartella src, contenente i sorgenti opportunamente commentati;
• una cartella build, contenente il programma compilato, pronto per esser
eseguito;
• una breve relazione, che guidi la comprensione della soluzione adottata
descrivendo i punti essenziali dell’architettura del sistema e delle tecniche
di programmazione concorrente adottate.
La cartella e il relativo file compresso devono avere come nome:
PAP1314 SURNAME MATRNUMBER.zip
Il file puo` essere inviato al docente mediante il sito del corso
(https://elearning-cds.unibo.it/course/view.php?id=983), usando
l’apposito link, entro tre giorni dalla data del colloquio.
In seguito si riporta la descrizione di un paio di esempi di possibili progetti.
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2 Esempi
2.1 The Gravitational N-Body Problem
Suppose we are given a huge collection of astronomical bodies, such as the stars,
clouds of dust, and dark matter in a galaxy. The problem is to simulate the
evolution of the galaxy. Each body has a mass and an initial position and
velocity. Gravity causes the bodies to accelerate and to move. The motion of
an N-body system is simulated by stepping through discrete instants of time.
At each time step, we calculate the forces on every body and then update their
velocities and positions. A simulation of the gravitational n-body problem thus
has the following structure:
initialize bodies;




The value of DT (delta time) is the length of the time step.
From Newtonian physics, the magnitude of the gravitational force between
two bodies i and j is F =
G∗mi∗mj
r2 . The m’s are the masses of the two bodies,
and r is the distance between them. Gravity is an extremely weak force, so the
value of the gravitational constant G is the very small number 6.67E − 11.
For simplicity, we will assume here that the bodies are all on the same spatial
plane, and hence we have only a two-dimensional problem. Let the positions of
the two bodies be (pix, piy) and (pjx, pjy). The direction of the force on body i
exerted by body j is given by a unit vector that points from i to j. The direction
of the force on body j due to body i is given by a unit vector that points in
the opposite direction. Thus the magnitudes of the forces of each body on the
other are the same, but the directions are opposite. The total force on a body
is the sum of the forces exerted by every other body.
The gravitational forces on a body cause it to accelerate and move. The
relation between force, mass and acceleration is described by the second law
of dynamics F = m ∗ a. Thus the acceleration of a body i is the total force
on the body divided by the mass. During a small time intervall dt, the accel-
eration ai on a body i is approximately constant, so the change in velocity is
approximately:
dvi = ai ∗ dt
The change in position of the body is the integral of its velocity and acceleration
over the time interval dt, which is approximatively:
dpi = vi ∗ dt + ai/2 ∗ dt2 = (vi + dvi/2) ∗ dt
This formula employs what is called a leapfrog scheme, in which half of the
change in position is due to the old velocity and half is due to the new velocity.
We want to write a concurrent program that solves the N-body problem.
The program must include:
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• a GUI for controlling the simulation, with start, stop and pause;
• the input data (number of bodies, their masses, initial positions and ve-
locities) can be read from a file or generate at random.
The output of the simulation must be visualized on a window, choosing a proper
way to represent the bodies. For large number of bodies, choose simple points
(pixels) as body shape.
2.2 Document Indexing
We want to create a utility that indexes and keeps indexed all the documents
stored in a directory (including its subdirectories), so as to make it possible to
retrieve the list of the documents containing some words in a very efficient and
fast way. Here we consider as documents just files with extension *.txt. The
utility should make it possible to:
• build the index, by suitably processing all the documents in all the direc-
tories specified by the users;
• keep the index updated, monitoring periodically the specified directory;
• execute queries, getting the words to search from input and displaying the
list of the files containing the word in output.
So we want to write a concurrent program implementing the utility. The utility
must have a suitable GUI to:
• select the directory to be indexed;
• manually control the index creation process – providing controls for start-
ing, stopping, pausing the process and components to show the state of
the process;
• execute the queries and show the results.
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