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IoT Internet of Things Internet stvari 
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Cilj magistrske naloge je gradnja sistema za povezljivost in sledenje časovnih 
žigov različnih naprav s pomočjo interneta stvari v protokolu MQTT. Področji 
interneta stvari in brezžična komunikacija postajata vse bolj priljubljeni področji v 
komunikacijskem svetu za povezljivost raznolikih naprav. V sodobnih aplikacijah je 
časovna sinhronizacija eden ključnih elementov in predstavlja proces sledenja ter 
strategijo prilagoditve notranjih ur naprav, povezanih v določenem omrežju. Zato smo 
se odločili, da to področje podrobneje raziščemo in analiziramo s pomočjo sledenja 
časovnih žigov različnih naprav ter ocenimo zgornjo mejo napake časovnih žigov 
glede na linearno interpolacijo izmerjenih časov. 
V nalogi je najprej podrobneje predstavljena arhitektura izdelanega sistema ter 
uporabljene tehnologije. Nato so predstavljeni vsi senzorji in naprave ter programska 
orodja, ki jih uporabljamo pri gradnji sistema. Sledi predstavitev opravljenih meritev, 
poskusov in delovanje sistema. Za vsak poskus je predstavljena arhitektura, shema in 
potek poskusa, uporabljeni gradniki ter način shranjevanja izmerjenih podatkov. Sledi 
interpretacija in ovrednotenje rezultatov ter primerjava točnosti in natančnosti 
časovnih žigov različnih naprav. Pri testiranju smo preverili rezultate za vse 
uporabnike, predstavili pa smo le tiste, ki so se najbolj natančno približali ciljni 
vrednosti. Za zaključek smo na kratko primerjali rezultate ter izpostavili glavne težave 
in pomanjkljivosti. Podali smo tudi navodila za nadaljnje delo ter smernice, kako lahko 
sistem še izboljšamo. 
 
Ključne besede: MQTT, infrardeča komunikacija, senzor, časovni žig, časovna 






The goal of this master’s thesis is to build a system for connectivity and tracking 
timestamps of various devices using the Internet of Things with the MQTT protocol. 
The fields of the Internet of Things and wireless communication are becoming 
increasingly popular in the communication world for connectivity of various devices. 
In modern applications, time synchronization is one of the key elements and represents 
the tracking process and the strategy of adjusting the internal clocks of devices 
connected in certain network. Therefore, we decided to investigate this area in detail, 
analyses it through tracking the timestamps of various devices and try to estimate the 
upper limit of the timestamps error according to the linear interpolation of the 
measured times.  
The master’s thesis first presents the architecture of the system and the 
technologies used. Then the sensors, devices and software tools are presented, which 
are used for building the system. Next, we present the performed measurements, 
experiments and the operation of the system. For each experiment, the architecture, 
scheme and flow of the experiment, the used components and the method of storing 
the measured data are presented. What follows is the actual interpretation and 
evaluation of the results and a comparison of the accuracy and precision of timestamps 
for various devices. We have examined the results obtained from all the participated 
users, but we present only those that gave best results. In conclusion, we briefly 
compare the results and highlight the main issues and weaknesses. We present possible 
directions for future work and give guidance on how the system can be further 
improved. 
 
Key words: MQTT, infrared communication, sensor, timestamp, time 




1  Uvod 
Trenutni tehnološki razvoj in napredek potekata v smeri izdelave pametnih 
naprav, ne samo za proizvodnjo novih, temveč tudi za nadgradnjo obstoječih. Te 
predstavljajo osnovne gradnike za tematiko interneta stvari (angl. internet of things), 
ki se v zadnjih letih pogosteje omenja. Internet stvari se je pojavil kot rezultat 
združevanja različnih tehnoloških razvojnih področij. Prvotno je bilo omrežje 
namenjeno povezovanju računalnikov, v zadnjih letih pa se hitro razvija in se na 
omrežje povezujejo vsakdanje najrazličnejše naprave, od tehnoloških naprav do 
gospodinjskih aparatov, ki so povezane v internet. Danes torej predstavlja integracijo 
povezljivih naprav in senzorjev, ki omogočajo daljinsko spremljanje in ustvarijo 
mrežo omrežij avtonomnih stvari [1], [2]. Vsak dan je na voljo več aplikacij in naprav 
za medsebojno povezovanje in reševanje raznolikih težav. Družina interneta stvari 
raste brez prekinitev in se širi na različna področja, kot so zdravstvo, transport, 
gradbeništvo, industrija, pametni domovi, pametna mesta itd. [3]. Po napovedih družbe 
GSM Association bo do leta 2025 v internetu stvari več kot 25 milijard naprav [4]. 
Omrežja interneta stvari so sestavljena iz avtonomnih vozlišč senzorjev, ki so 
prostorsko porazdeljena za spremljanje številnih stanj in si prek omrežja delijo podatke 
večinoma prek brezžične komunikacije. Eden ključnih elementov v večini tovrstnih 
aplikacij je sinhronizacija časa. Časovna sinhronizacija ali način, kako naprava 
prilagodi svojo notranjo uro, da se poravna z urami drugih naprav v omrežju, je 
bistvenega pomena zaradi brezžičnih komunikacij. Prav tako ustrezna strategija 
časovne sinhronizacije omogoča omrežju doseči energetsko učinkovito, zanesljivo in 
komunikacijo z nizko zakasnitvijo. Drugi razlog, zakaj so časovni žigi naprav 
pomembni, je lahko, da je z njimi mogoče usklajevanje dogodkov med različnimi 
napravami omrežja. To prinese možnost združevanja podatkov iz različnih naprav, s 
čimer lahko dobimo popolno sliko spremljanja številnih scenarijev [6]. 
Sinhronizacija omrežja ni trivialna naloga. Večina proizvajalcev se oddalji od 
implementacije sinhronizacije, to velja zlasti za naprave, ki imajo nizko porabo 
energije. V večini primerov ni dovolj, da se lokalne ure sinhronizirajo enkrat na 
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začetku aplikacije, ker te niso dovolj stabilne, da bi ohranili sinhronizacijo v omrežju 
med celotno življenjsko dobo aplikacije. Najpogostejša strategija je sinhronizacija 
časov vseh naprav z referenčnim časom. Poplavni protokol za sinhronizacijo časa 
(FTSP) [7] je eden od predstavnikov, ki temeljijo na časovni izmenjavi, ki oddajo 
referenco časa z aktivno komunikacijo v homogenih omrežjih. Vendar pa metode, 
namenjene homogenim omrežjem, običajno ne morejo zajeti velikega območja, ker 
oddajanje z več napravami prinaša nakopičene napake pri sinhronizaciji. Protokol 
omrežnega časa (NTP) [8] je pogosto uporabljen protokol za sinhronizacijo naprav z 
internetno povezavo. Za osnovni izračun lokalnega odmika časa uporabi omrežno 
zakasnitev med napravami in strežnikom. Največja nevarnost pri NTP-sinhronizaciji 
je to, da zahteva stabilno omrežno povezavo. V primerih, ko se pojavi omrežno 
tresenje, postane ocenjevanje zakasnitve omrežja težavno in povzroča težave med 
sinhronizacijo. Časovna storitev GPS [9] je tudi ena izmed uporabljenih metod, ki za 
sinhronizacijo izkorišča satelite, da pridobi univerzalni koordinirani čas (angl. 
coordinated universal time, UTC), ki je globalno natančen in veljaven. Na žalost GPS 
običajno ne more doseči zaprtih prostorov, kar močno omejuje njegove uporabe. 
Obstaja široka paleta aplikacij interneta stvari. Zaradi te raznolikosti so zahteve 
po časovni sinhronizaciji v omrežjih interneta stvari zelo različne, od zelo ohlapnih do 
zelo zahtevnih. Vsakič, ko se razvijalci spopadajo s težavo izbire in izvajanja strategije 
časovne sinhronizacije za določeno omrežje, ugotovijo, da so pred nalogo potrebne 
obsežne raziskave. Časovna sinhronizacija predstavlja le še eno storitev v aplikacijah 
interneta stvari in reševanje izziva je treba opraviti ob upoštevanju številnih drugih 
kompromisov. Ne obstaja nobena strategija časovne sinhronizacije, ki optimalno 
obravnava vse parametre, prav tako niti ne obstaja strategija, ki deluje za vsako 
aplikacijo [5]. Zaradi vseh teh omejitev in dejavnosti bomo v tej nalogi predstavili 
način ocenjevanja časovne sinhronizacije med različnimi napravami, na katere so 
priključeni senzorji, in vsak od njih ima različen časovni izvor. Pristop, ki bo 
uporabljen za povezovanje in sledenje časovnih žigov naprav, bo temeljil na MQTT-
arhitekturi. 
Strukturo magistrskega dela, skupaj z uvodom, smo razdelili v pet poglavij. Za 
lažjo predstavo celotne naloge podajamo kratek opis vsakega poglavja. V drugem 
poglavju začnemo s splošno arhitekturo sodobnih sistemov interneta stvari, ki mu sledi 
predlagana arhitektura izdelanega sistema in zahteve za sinhronizacijo časov. Potem 
nadaljujemo z raziskavo različnih tehnologij, ki omogočajo komunikacijo med 
napravami. Te tehnologije natančno opišemo in predstavimo njihovo delovanje ter 
uporabnost. Nato sledi pregled uporabljenih naprav in senzorjev, poglavje pa 
zaključimo z opisom uporabljenih programskih orodij. V tretjem poglavju podamo 
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opis izvedenih poskusov in delovanje izdelanega sistema. Za vsak poskus razložimo 
arhitekturo, shemo in potek poskusa, uporabljene gradnike in njihovo nastavljanje ter 
shranjevanje izmerjenih podatkov. Četrto poglavje je namenjeno ovrednotenju 
pridobljenih rezultatov narejenih poskusov. V zadnjem, petem poglavju podamo 




2  Zasnova ter izbira tehnologij, komponent in orodij 
sistema 
V magistrski nalogi rešujemo problem sinhronizacije časa med različnimi 
napravami, na katere so priključeni senzorji. Te naprave so tipični osebni računalnik, 
telefon ali namenska strojna oprema za podporo senzorjev. Ker te naprave niso nujno 
v istem prostoru, rešitev s fizičnimi povezavami med napravami ni sprejemljiva. Zato 
smo izbrali rešitev z brezžičnimi povezavami, podprtimi s centraliziranim strežnikom, 
ki skrbi za sinhronizacijo dogodkov in prispeva skupni čas vseh povezanih naprav. 
Problem sinhronizacije časa nastopi, ko smo več senzorjev, priklopljenih na 
različne naprave, reševali v istem poskusu (v našem primeru poskusu s končnimi 
uporabniki). Ker ima vsaka od teh naprav lastni čas, ki ni povsem natančen, 
potrebujemo pri analizi rezultatov poskusa oziroma pridobljenih meritev 
sinhronizacijo med temi časi. Za ta namen smo v magistrski nalogi izbrali naslednje 
zahteve za predlagano arhitekturo: 
• prestrezanje IR-komunikacije; 
• prestrezanje časovnih žigov naprav; 
• spremljanje razdalje v interakciji z uporabniki; 
• sinhronizacija časa senzorjev, priključenih na različne naprave; 
• potreben dodatek strojne opreme za nadzor senzorjev (krmiljenje signalov na 
mikrokrmilnik NodeMCU); 
• potreben dodatek programske opreme za sinhronizacijo časa (pošiljanje 
časovnih žigov na MQTT-posrednik) na napravah, na katere so priključeni 
senzorji; 
• vzpostavitev varnega in zaščitenega sistema; 
• uporabniku prijazna vizualizacija izvedenih meritev. 
2.1  Arhitektura sistema 
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Arhitektura sistema, prikazana na sliki 2.1, predstavlja splošno arhitekturo, 
pogosto uporabljeno v sodobnih sistemih interneta stvari [10], [16] in je sestavljena iz 
treh glavnih komponent: 
• prehodni vmesnik, 
• oblak, 
• spletna aplikacija. 
Opisi teh komponent sledijo v nadaljevanju. 
Prehodni vmesnik: predstavlja vhodno komponento sistema. Različne naprave 
za internet stvari imajo različne načine povezovanja in komunikacije. Ene se lahko 
povežejo z uporabo zvitega paričnega kabla (angl. ethernet over twisted pair), drugi z 
uporabo brezžičnega (angl. wireless) omrežja Wi-Fi, tretji pa z uporabo Bluetootha. 
Poleg tega obstajajo različni standardi za komunikacijo in prenos podatkov. Zaradi teh 
razlogov v sistemih interneta stvari se uporabljajo prehodni vmesniki, ki skrbijo za 
celotno komunikacijo med oblakom in napravami za internet stvari. 
Naloga prehodnega vmesnika je povezati se z vsako napravo za internet stvari, 
ki je v določenem okolju. Vsaka takšna naprava zajema podatke iz okolja in jih sporoča 
prehodnemu vmesniku. Ta podatke sprejme, jih po potrebi obdela in pošlje v oblak. 
Omogoča dvosmerno komunikacijo, kar pomeni, da lahko hkrati sprejema in pošilja 
podatke ustreznim napravam. 
Oblak: predstavlja osrednjo komponento sistema. Pogosto je sestavljen iz 
posrednika sporočil, podatkovne zbirke in strežnika spletne aplikacije. Posrednik 
sporočil je v izvedbi strežnika, ki skrbi za komunikacijo med prehodnim vmesnikom 
in spletno aplikacijo. Vedno je povezan s podatkovno zbirko, s čimer je omogočeno 
shranjevanje ter branje podatkov. Strežnik spletne aplikacije omogoča gostovanje 
spletne aplikacije na spletu in skrbi za njeno nenehno in nemoteno delovanje. 
Spletna aplikacija: predstavlja izhodno komponento sistema, namenjenega 
končnim uporabnikom. Dostopna je iz več elektronskih naprav, kot so računalnik, 
prenosni računalnik, tablica in mobilni telefon, povezanih na spletu. Glavni namen 
spletne aplikacije je prikazati raznovrstne podatke, odvisno od tega, kaj želi končni 
uporabnik videti. Najpogosteje so to stanja in vizualizacija podatkov, poslanih iz 
naprav za internet stvari. S tem namenom je neposredno povezana tako s posrednikom 
sporočil kot tudi s programskim vmesnikom za dostop do podatkovne zbirke. 
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Slika 2.1:  Splošna arhitektura sodobnih sistemov interneta stvari 
Postavitev pravilne arhitekture tovrstnih sistemov je ključnega pomena pri 
modularnosti, uporabnosti, prilagodljivosti in dinamičnosti sistema. Glede na zahteve 
in pogoje, predstavljene na začetku tega poglavja, smo morali arhitekturo drugače 
zastaviti. Predlagana arhitektura je prikazana na sliki 2.2, kjer lahko opazimo, da 
vhodna komponenta ostane ista, vendar je treba omeniti, da je prehodni vmesnik v 
izvedbi mikrokrmilnika NodeMCU (glejte razdelek 2.3.1). Če primerjamo sliki 2.1 in 
2.2, opazimo, da se osrednja in izhodna komponenta razlikujeta. Glavna razlika med 
splošno in predlagano arhitekturo je ta, da ne uporabljamo spletne aplikacije, ampak 
za prikaz in vizualizacijo podatkov poskrbijo različne uporabniške aplikacije na 
računalniku, ki obenem zastopajo izhodno komponento sistema. Zaradi tega je 
osrednja komponenta prikrajšana z oblakom in strežnikom spletne aplikacije, ampak 
obogatena z računalnikom, ki nadomešča te gradnike. Poleg prikaza in vizualizacije 
podatkov računalnik skrbi tudi za shranjevanje podatkov v datotekah na lokalnem 
trdem disku, kar pomeni, da ni klasične podatkovne baze. Glavni gradnik osrednje 
komponente je posrednik sporočil in je v predlagani arhitekturi v izvedbi MQTT-
posrednika (glejte razdelek 2.4.3). 
 
Slika 2.2:  Predlagana arhitektura za sinhronizacijo časov 
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2.2  Uporabljene tehnologije 
V tem podpoglavju bomo opisali osnovne tehnologije, ki jih potrebujemo za 
izdelavo končnega sistema. Ker je le-teh veliko, smo pri gradnji sistema zadali 
naslednje kriterije in pogoje, ki so bistvenega pomena za izbiro gradnikov: 
• nizka cena; 
• lahka dostopnost; 
• enostavna izvedljivost in povezljivost naprav; 
• razširljivost – enostavno dodajanje novih komponent; 
• celovita rešitev. 
Preden smo se lotili razvoja po opisani predlagani arhitekturi, smo pregledali 
obstoječe rešitve, razvojne trende in seznam produktov ter platform na področju 
senzorske komunikacije in interneta stvari. Začeli smo s pregledom komunikacijskih 
protokolov in načini daljinskega vodenja v brezžičnih omrežjih, nato nadaljevali s 
senzorskimi napravami in končali s programsko opremo. V nadaljevanju bomo najprej 
predstavili komunikacijski protokol MQTT in njegove značilnosti. Potem bomo 
predstavili še infrardeče sevanje, ki je ključno za daljinsko upravljanje senzorskih 
naprav, uporabljenih v tej nalogi. Na koncu poglavja sledi pregled uporabljene strojne 
ter programske opreme. 
2.2.1  Protokol MQTT 
MQTT predstavlja ISO-standardni internetni protokol, ki je primarno zasnovan 
za povezovanje naprav z omejenimi močmi. Narejen je za uporabo v nizko pasovnih 
omrežjih, kjer je količina prenesenih podatkov v omrežju omejena zaradi zmogljivosti 
naprav ali zanesljivosti omrežja ter zaostanki niso problem. Leta 1999 sta ga razvila 
Arlen Niper iz podjetja Arcom in dr. Andy Stanford-Clark iz podjetja IBM, vendar je 
svojo priljubljenost dobil v zadnjih nekaj letih z začetkom uporabe interneta stvari. 
Danes predstavlja najbolj znan M2M in IoT komunikacijski protokol in se v veliki 
meri uporablja v senzorski komunikaciji v zdravstvu, industriji, transportu itd [11], 
[12]. 
Zaradi tehnologije Wi-Fi smo za senzorske naprave potrebovali protokol, ki za 
svoje delovanje ne porabi veliko sistemskih virov ter izpolnjuje kriterije našega 
sistema. Eden izmed trenutno najbolj priljubljenih protokolov je MQTT. Za razliko od 
drugih lahkih protokolov je imela dodana vrednost pri izbiri podporo tudi pri največjih 
ponudnikih oblačnih storitev, kot so Amazonov AWS IoT, Microsoftov Azure, 
Googlov Cloud Platform in IBM-ov Watson IoT. V primeru ponujanja našega sistema 
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kot odprtokodne storitve v laboratoriju sta pomembni kompatibilnost in razširljivost, 
zato je bil MQTT očitna izbira. 
Struktura. 
Protokol MQTT sestavljajo eden ali več odjemalcev ter eden ali več 
posrednikov. Temelji na objavi/naroči (angl. publish/subscribe) transportnemu 
protokolu za sporočila, kot je prikazano na sliki 2.3. Je odprt, preprost in zasnovan 
tako, da je enostaven za implementacijo. Te značilnosti prispevajo, da je uporaben v 
številnih situacijah, vključno z omejenimi okolji, kot sta M2M in IoT, kjer je potreben 
majhen odtis kode [13], [14]. 
Vzorec objavi/naroči zagotavlja alternativo za tradicionalno arhitekturo 
odjemalec/strežnik, kjer odjemalec neposredno vzpostavi komunikacijo s končno 
točko. Mehanizem razdeli odjemalce, ki pošiljajo sporočila (založnikov) od 
odjemalcev, ki prejemajo sporočila (naročniki). Založniki in naročniki nimajo 
informacije o obstoju drugih odjemalcev, kar pomeni, da se med seboj nikoli ne 
povežejo neposredno. Povezavo med njimi upravlja tretja komponenta, ki ji rečemo 
posrednik. Njegova naloga je filtrirati vsa dohodna sporočila in jih pravilno razdeliti 
(distribuirati) naročnikom. 
 
Slika 2.3:  Arhitektura objavi/naroči 
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Glavne komponente protokola MQTT so: 
• Odjemalec (angl. Client): MQTT-odjemalec je lahko nezahtevna naprava 
z omejenimi lastnostmi, ki se poveže prek brezžičnega omrežja in izvaja 
MQTT-knjižnico z najmanjšo možno zmogljivostjo. Prav tako je lahko 
tudi tipičen računalnik ali strežnik za namene shranjevanja podatkov v 
podatkovni bazi, kar zahteva veliko procesorske moči. Za povezavo z 
MQTT-posrednikom prek omrežja je treba poznati samo njegov IP-
naslov ter vrata. Z njim se MQTT-odjemalci povezujejo prek SDK-
knjižnic. Na voljo jih je za ogromno različnih programskih jezikov, kot 
so C, C++, Go, Java, JavaScript, C#, PHP, Python, Node.js, Swift, 
Arduino. Oznake založnikov (angl. publisher) in naročnikov (angl. 
subscriber) se nanašajo na to, da odjemalec bodisi trenutno objavlja 
sporočila bodisi se naroča na sporočila. V istem trenutku je odjemalec 
lahko tako založnik kot naročnik. Razlikujemo dve vrsti odjemalcev: 
obstojen in prehoden. Vztrajni oziroma obstojni vzdržujejo sejo pri 
posredniku, medtem ko prehodnih posrednik ne spremlja. 
• Posrednik (angl. Broker): predstavlja programsko opremo, ki je 
odgovorna za prejemanje vseh sporočil od založnikov, njihovo filtriranje, 
določitev, kdo je naročen na vsako sporočilo in pošiljanje sporočila 
ustreznim naročnikom. Ker lahko postane ozko grlo (angl. bottleneck) 
ali rezultat v eni točki okvare (angl. single point of failure), je pogosto 
povečan zaradi razširljivosti in zanesljivosti, kar pomeni, da mora biti 
tudi odporen na napake in enostaven za spremljanje. Glede na izvedbo 
lahko prenese do tisoč sočasno povezanih MQTT-odjemalcev. Prav tako 
hrani podatke o sejah vseh odjemalcev z obstojnimi sejami, vključno z 
naročninami in zgrešenimi sporočili. Druga pomembna lastnost 
posrednika je preverjanje pristnosti (angl. authentication) in dodeljevanje 
pooblastil (angl. authorization) odjemalcev. Nekatere komercialne 
izvedbe MQTT-posrednikov so HiveMQ, Xively, AWS IoT in Loop, 
medtem ko je najbolj uporaben odprtokodni Eclipse Mosquitto. 
• Tema (angl. Topic): predstavlja končno točko, na katero se odjemalci 
povežejo. Deluje kot osrednje distribucijsko središče za objavljanje in 
naročanje sporočil. V klasičnih sistemih je to naloga čakalnih vrst, ki jih 
je treba izrecno ustvariti in jih tudi poimenovati. To ne velja za MQTT, 
kjer so teme prožne (angl. flexible) in ustvarjene sproti (angl. on the fly), 
ko se naročnik ali založnik poveže s posrednikom. Teme so preprosti, 
hierarhični nizi, kodirani v UTF-8 formatu, ločeni s poševnico ter odvisni 
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od malih in velikih črk (angl. case sensitive). Prav tako mora vsaka tema 
vsebovati vsaj en znak, medtem ko so prazni prostori prepovedani. 
• Povezava (angl. Connection): protokol MQTT temelji na TCP/IP-skladu, 
kar pomeni, da se za povezovanje med komponentami uporablja TCP/IP-
protokol. Povezava je vedno med enim odjemalcem in posrednikom, kar 
pomeni, da se odjemalci nikoli ne povežejo neposredno med seboj. 
Standardna vrata so 1883, medtem ko posredniki s podporo TLS-ja in 
SSL-a uporabljajo varnostna vrata 8883. V primerih dodatne varne 
komunikacije se odjemalci in posredniki zanašajo na digitalne 
certifikate. 
Vrsta sporočil. 
V nadaljevanju sledi opis sporočil, ki obstajajo v protokolu MQTT [14]. 
Sporočila za povezovanje (vzpostavljanje komunikacije). 
Pri ustvarjanju povezave odjemalec pošlje posredniku sporočilo CONNECT. 
Posrednik odgovori s potrditvenim sporočilom CONNACK in statusno kodo stanja. 
Ob uspešni vzpostavitvi komunikacije posrednik ohranja odprto povezavo, dokler 
odjemalec ne pošlje sporočila za prekinitev povezave ali pride do izpada povezave iz 
drugih omrežnih razlogov. Če je sporočilo CONNECT napačno oblikovano v skladu 
s specifikacijo ali preteče veliko časa med odpiranjem omrežne vtičnice in pošiljanjem 
sporočila CONNECT, posrednik povezavo prekine. Tovrstna lastnost odvrača 
zlonamerne odjemalce, ki lahko upočasnijo posrednika ali pripomorejo k izpadu 
celotnega sistema. 
 
Slika 2.4:  Vzpostavljanje povezave med odjemalcem in posrednikom 
Sporočilo CONNECT: vsebuje naslednje obvezne parametre: 
• Identifikator odjemalca (angl. Client identifier): predstavlja UTF-8 
znakovni niz, ki enolično opisuje odjemalca. Posrednik ga potrebuje za 
identifikacijo odjemalca ter njegovo trenutno stanje. V novejših 
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različicah protokola (od 3.1.1 naprej) se lahko pošlje prazen enolični 
identifikator, če odjemalec ne potrebuje stanja v nadzoru posrednika. V 
tem primeru mora imeti zastavica čiste seje vrednost 1, sicer bo 
posrednik zavrnil povezavo. 
• Čista seja (angl. Clean session): predstavlja bitno zastavico, ki pove 
posredniku, ali odjemalec želi vzpostaviti obstojne seje ali ne. Ko ima v 
obstojni seji zastavica vrednost 0, posrednik hrani vse naročnine 
odjemalca ter vsa zgrešena sporočila z ravnijo kakovosti storitve 1 in 2. 
Če seja ni obstojna, ko je zastavica z vrednostjo 1, posrednik ne hrani 
ničesar za odjemalca. Če odjemalec iz kakršnegakoli razloga prekine 
povezavo s posrednikom, se vsa sporočila in informacije izbrišejo iz 
predhodne obstojne seje. 
Stanje seje na strani odjemalca vsebuje: 
o sporočila z ravnijo kakovosti storitve 1 in 2, ki so poslana 
posredniku, ampak še niso v celoti potrjena; 
o sporočila z ravnijo kakovosti storitve 2, ki so sprejeta iz 
posrednika, ampak še niso v celoti potrjena. 
Stanje seje na strani posrednika vsebuje: 
o obstoj seje; 
o naročnine odjemalca; 
o sporočila z ravnijo kakovosti storitve 1 in 2, ki so poslana 
odjemalcu, ampak še niso v celoti potrjena; 
o sporočila z ravnijo kakovosti storitve 2, ki so sprejeta iz 
odjemalca, ampak še niso v celoti potrjena; 
o sporočila z ravnijo kakovosti storitve 1 in 2, ki čakajo na prenos 
proti odjemalcu; 
o opcijsko: sporočila z ravnijo kakovosti storitve 0, ki čakajo na 
prenos proti odjemalcu. 
• Ostani živ (angl. Keep alive): predstavlja časovni interval v sekundah, ki 
ga odjemalec določi in posreduje, ko je povezava vzpostavljena. Določa 
najdaljše časovno obdobje, ki se lahko zdrži brez pošiljanja sporočil. 
Odvisno od implementacije odjemalca lahko sporočilo CONNECT vsebuje tudi 
opcijska parametra, ki vsebujeta dodatne informacije o identifikaciji odjemalca ter se 
uporabljata za njegovo preverjanje pristnosti in ustrezno dodelitev pooblastil: 
• uporabniško ime (angl. username): predstavlja tip identifikacije, ki jo 
uporablja odjemalec za dostop do ustrezne storitve; 
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• geslo (angl. password): predstavlja skrivno besedo, s katero odjemalec 
potrdi podane identitete. 
Pri nenadni (neelegantni) prekinjeni povezavi se za namen obveščanja 
odjemalcev na posredniku dodatno hranijo tudi izgubni (angl. will) podatki: 
• izgubna tema (angl. will topic): predstavlja temo, kamor se pošlje izgubno 
sporočilo; 
• izgubno sporočilo (angl. will message): predstavlja vsebino sporočila, ki se 
objavi v izgubno temo; 
• izgubna kakovost storitve (angl. will QoS): predstavlja raven kakovosti 
storitve, s katero se pošlje izgubno sporočilo; 
• izgubno ohranjanje (angl. will retain): predstavlja bitno zastavico, ki pove, ali 
se ob objavi izgubno sporočilo ohrani. 
Sporočilo CONNACK: predstavlja potrditveno sporočilo, ki ga posrednik 
pošlje odjemalcu pri vzpostavljanju povezave. Vsebuje dva podatka: 
• Sedanja seja (angl. Session present): predstavlja bitno zastavico, ki pove 
odjemalcu, ali ima posrednik že na voljo obstojno sejo od prejšnjih interakcij 
z njim. Ko se odjemalec poveže z vrednostjo zastavice čiste seje 1, je zastavica 
sedanje seje vedno z vrednostjo 0, ker seja ne obstaja. V primerih, ko se 
odjemalec poveže z vrednostjo zastavice čiste seje 0, sta na voljo dve možnosti: 
če je posrednik shranil seje, je vrednost sedanje seje 1, sicer 0. 
• Povratna koda (angl. Return code): predstavlja statusno kodo, ki pove 
odjemalcu, ali je bil poskus povezave uspešen. Možne vrednosti so: 
o 0: Povezava sprejeta. 
o 1: Povezava zavrnjena, razlog: nesprejemljiva različica protokola. 
o 2: Povezava zavrnjena, razlog: identifikator odjemalca zavrnjen. 
o 3: Povezava zavrnjena, razlog: posrednik ni dostopen. 
o 4: Povezava zavrnjena, razlog: napačno uporabniško ime ali geslo. 
o 5: Povezava zavrnjena, razlog: brez ustreznih pooblastil. 
o 6-255: Rezervirane za prihodnjo uporabo. 
Znano je, da MQTT-protokol temelji na TCP/IP-skladu, kar pomeni, da se paketi 
prenašajo po spletu na zanesljiv in urejen način ter brez napak. Kljub temu lahko včasih 
pride do izpada povezave zaradi nedelovanja enega odjemalca, kar pomeni, da je 
prenos med njima prekinjen. Ta dogodek se imenuje polovična povezava (angl. half-
connection). Pomembno je vedeti, da en odjemalec komunikacije še naprej deluje, 
vendar ni obveščen o odpovedi s strani drugega odjemalca. Tisti odjemalec, ki je še 
vedno povezan, poskuša poslati sporočila in čaka na potrditve. Ta mehanizem v 
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MQTT-protokolu se imenuje ''ostani živ'' (angl. keep alive). Predstavlja rešitev za 
tovrstni problem in omogoča vsaj oceniti, ali je povezava še vedno odprta. Časovni 
interval za obdobje, ki se lahko vzdržuje brez pošiljanja sporočil, se nastavlja v 
sporočilu CONNECT. Če se sporočila pogosto izmenjujejo in interval ni presežen, 
odjemalec in posrednik ne pošiljata dodatnih sporočil za ugotovitev razpoložljivosti 
povezave. V primerih, ko odjemalec ne pošilja drugih vrst sporočil v določenem 
intervalu, mora posredniku poslati sporočilo PINGREQ, s čimer bi potrdil njegovo 
razpoložljivost, in se prepričati, da je tudi posrednik oziroma povezava še 
razpoložljiva. Sporočilo PINGREQ je brez vsebine (angl. payload). Če odjemalec ne 
dobi posrednikovega odgovora v razumnem času, se pričakuje, da povezavo prekine. 
Ko na drugi strani povezave posrednik prejme sporočilo PINGREQ, pošlje odjemalcu 
odzivno sporočilo PINGRESP, s čimer pove, da je še vedno razpoložljiv. Prav tako 
kot PINGREQ tudi PINGRESP nima vsebine. Naloga posrednika je tudi spremljati 
sporočila PINGREQ-odjemalcev. Če odjemalec ne pošilja nobenih sporočil v 
nastavljenem ena in pol-kratnem intervalu, je posrednik dolžan povezavo z njim 
prekiniti. Največji dovoljeni interval je 18 ur, 12 minut in 15 sekund. V primerih, ko 
je v sporočilu CONNECT, parameter ostani živ z vrednostjo 0, je tovrstni mehanizem 
onemogočen. 
Običajno se odjemalec skuša tudi ponovno povezati s posrednikom, ki ima 
morda še vedno razpoložljivo polovično povezavo z njim. Če posrednik zazna takšno 
povezavo, izvede t. i. prevzem odjemalca (angl. client take-over). V tem primeru 
posrednik prekine prejšnjo povezavo, določeno z enoličnim identifikatorjem 
odjemalca, in vzpostavi novo povezavo z njim. Tovrstni mehanizem zagotavlja, da 
polovična povezava ne ustavi odklopljenega odjemalca za ponovno vzpostavljanje 
povezave. 
Sporočilo DISCONNECT: Ko želi odjemalec prekiniti povezavo s 
posrednikom, mu pošlje sporočilo DISCONNECT, ki je brez vsebine. To pomeni, da 
je odjemalec povezavo prekinil elegantno in čisto. Po poslanem sporočilu je odjemalec 
dolžan zapreti povezavo s posrednikom in ne sme več pošiljati nobenih sporočil prek 
te povezave. Na drugi strani pa mora posrednik pri sprejemu tega sporočila zavreči vsa 
izgubna sporočila, povezana s trenutno povezavo, ne da bi jih objavil, ter zapreti 
povezavo, če odjemalec tega še ni naredil. 
Sporočila za objavljanje. 
MQTT-odjemalec lahko objavlja sporočila takoj, ko se uspešno poveže s 
posrednikom. Vsako sporočilo mora vsebovati temo, kamor se bo sporočilo objavilo. 
Posrednik uporabi to temo za posredovanje sporočila vsem odjemalcem, ki so nanjo 
naročeni. 
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Sporočilo PUBLISH: sestavljeno je iz naslednjih parametrov: 
• Paketni identifikator (angl. Packet identifier): predstavlja enolični 
identifikator sporočila, ki se prenaša med odjemalcem in posrednikom. 
Je pomemben parameter le pri ravneh kakovosti storitve 1 in 2. Če je 
sporočilo z ravnijo kakovosti storitve 0, je vrednost identifikatorja vedno 
0. Za številčenje paketov skrbi odjemalčeva ali posrednikova knjižnica, 
odvisno od dogovora in implementacije. Največja vrednost je lahko 
65535. 
• Ime teme (angl. Topic name): predstavlja niz, ki določa lokacijo, kamor 
se bo sporočilo objavilo. 
• Raven kakovosti storitve (angl. QoS level): predstavlja število, ki določa 
stopnjo kakovosti storitve. Na voljo so tri vrednosti: 0, 1 in 2. 
• Zastavica ohrani (angl. Retain flag): predstavlja bitno zastavico, ki pove, 
ali posrednik shrani sporočilo kot zadnjo znano vrednost za določeno 
temo. Ko je vrednost zastavice 1 in se nov odjemalec naroči na temo, 
prejme zadnje sporočilo z zadnjo znano vrednostjo. V nasprotnem 
primeru pa takrat, ko ima zastavica vrednost 0, posrednik ne sme shraniti 
sporočila in odstraniti ali zamenjati katerokoli obstoječe ohranjeno 
sporočilo. Ohranjena sporočila je smiselno uporabljati, ko želi sistem 
novo naročenim odjemalcem takoj po naročilu na temo poslati 
pozdravno sporočilo, ne da bi čakali na naslednjo sporočilo založnika. 
Prav tako obstaja možnost brisanja ohranjenega sporočila, ki se izvede, 
ko odjemalec pošlje posredniku prazno sporočilo brez vsebine. 
• Dvojna zastavica (angl. Dup flag): predstavlja bitno zastavico, ki pove, 
ali je sporočilo podvojeno in je bilo še enkrat poslano, v primeru, ko 
originalno sporočilo ni še potrjeno. V tem primeru je vrednost zastavice 
1 in velja za ravni kakovosti storitve 1 in 2. Ko je sporočilo z ravnijo 
kakovosti storitve 0, je tudi vrednost zastavice 0, kar pomeni, da poskuša 
odjemalec ali posrednik prvič poslati sporočila PUBLISH. Uporablja se 
izključno kot informacija za interne namene in je niti odjemalec niti 
posrednik ne obdeluje. 
• Vsebina (angl. Payload): predstavlja dejansko vsebino sporočila. 
Dovoljeno je pošiljati: slike, besedila v vsakem formatu kodiranja (npr.: 
XML, JSON) ter šifrirane in binarne podatke. 
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Slika 2.5:  Objavljanje in posredovanje sporočila 
Ko odjemalec pošlje posredniku sporočilo za objavo, ga posrednik prebere, 
potrdi z ustrezno ravnijo kakovosti storitve ter obdela. Obdelava vključuje določitev 
odjemalcev, naročenih na temo in posredovanje sporočila. Odjemalec oziroma 
založnik, ki sporočilo objavlja, skrbi samo za pošiljanje sporočila PUBLISH 
posredniku. Sam ne dobi povratnih informacij o tem, koliko odjemalcev oziroma 
naročnikov je naročenih na to temo ali koga zanima objavljeno sporočilo. 
Protokol MQTT dostavlja sporočila v skladu z določeno ravnijo kakovosti 
storitve. Raven kakovosti storitve predstavlja dogovor med pošiljateljem in 
sprejemnikom, ki določa jamstvo dostave za določeno sporočilo. Oba (odjemalec in 
posrednik) se lahko v danem trenutku obnašata tako kot pošiljatelj ali kot tudi 
sprejemnik. To je zelo pomembno, zato ker odjemalec ob objavi sporočila definira 
raven kakovosti storitve, medtem ko posrednik posreduje sporočilo naročnikom z 
ravnijo kakovosti storitve, ki jo določi vsak odjemalec pri naročanju na določeno temo. 
V primerih, ko naročnik definira nižjo raven kakovosti storitve kot založniškega 
odjemalca, posrednik posreduje sporočilo z nižjo ravnijo kakovosti storitve. 
Raven kakovosti storitve (angl. Quality of service level, QoS) predstavlja 
ključno lastnost protokola MQTT, ker odjemalcem omogoča možnost izbire ravni, ki 
ustreza njihovim zanesljivostim omrežja. Ukvarja se z upravljanjem ponovnega 
pošiljanja sporočil in jamstvom dostave, s čimer precej olajša komunikacijo v 
nezanesljivih omrežjih. 
Obstajajo tri ravni kakovosti storitev: 
• Raven kakovosti storitve 0: predstavlja najnižjo raven, ki zagotavlja 
najboljšo ponudbo (angl. best effort) ter sporočilo dostavi brez 
kakršnegakoli zagotovila. Sprejemnik ne potrjuje prejema sporočila, a 
pošiljatelj ga ne hrani in ne pošilja ponovno, kar pomeni, da sprejemnik 
prejme sporočilo enkrat ali sploh ne. Znana je tudi ''kot pošlji in pozabi'' 
(angl. fire and forget) ter zagotavlja isto jamstvo kot osnovni TCP-
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protokol. V praksi se največ uporablja, ko je povezava med odjemalcem 
in posrednikom dokaj stabilna, izguba nekaterih sporočil sprejemljiva ter 
ni potrebe za čakalne vrste. 
 
Slika 2.6:  Objavljanje sporočila z ravnijo kakovosti storitve 0 
• Raven kakovosti storitve 1: predstavlja srednjo raven, ki zagotavlja, da 
se posredniku sporočilo pošlje vsaj enkrat. Odjemalec hrani sporočilo, 
dokler od posrednika ne dobi potrditvenega sporočila PUBACK, ki 
vsebuje le paketni identifikator od poslanega sporočila PUBLISH. V 
primeru, kadar odjemalec ne prejme sporočila PUBACK v razumnem 
času, ponovno pošlje isto sporočilo PUBLISH-posredniku z vrednostjo 
dvojne zastavice 1. V praksi se največ uporablja, ko je treba vsako 
sporočilo nujno dobiti. Dvojniki se lahko tolerirajo, stroški kakovosti 
storitve pa so nesprejemljivi. 
 
Slika 2.7:  Objavljanje sporočila z ravnijo kakovosti storitve 1 
• Raven kakovosti storitve 2: predstavlja najvišjo raven, ki zagotavlja, da 
se sporočilo prejme natanko enkrat in je najvarnejša ter najpočasnejša 
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izmed vseh. Garancija prejema je zagotovljena s štiri-smernim 
rokovanjem: 
o Odjemalec pošlje sporočilo PUBLISH posredniku. 
o Posrednik pošlje potrditveno sporočilo PUBREC-odjemalcu s 
paketnim identifikatorjem originalnega sporočila. Če odjemalec 
v doslednem času ne prejme sporočila PUBREC, pošlje 
podvojeno sporočilo posredniku z vrednostjo dvojne zastavice 1 
in čaka na potrditveno sporočilo. 
o Ko odjemalec uspešno prejme sporočilo PUBREC, ga shrani in 
se lahko varno znebi s sporočilom PUBLISH. Nato posredniku 
pošlje sporočilo PUBREL z istim paketnim identifikatorjem. 
o Ko posrednik prejme sporočilo PUBREL, lahko zavrže vsa 
shranjena stanja in odgovori s sporočilom PUBCOMP, ki vsebuje 
isti paketni identifikator. Identifikator je lahko spet na voljo, ko 
odjemalec uspešno prejme sporočilo PUBCOMP.  
 
Slika 2.8:  Objavljanje sporočila z ravnijo kakovosti storitve 2 
Ko je rokovanje končano, sta obe strani prepričani, da je sporočilo dostavljeno, 
odjemalec pa ima tudi potrdilo o dostavi. Če se je med pošiljanjem vsebinsko sporočilo 
izgubilo, je odjemalec odgovoren za ponovno pošiljanje sporočila v razumnem času. 
V praksi se največ uporablja takrat, ko je zelo pomembno, da se sporočila dostavijo 
natanko enkrat, podvojena dobava je škodljiva in stroški ter čas dostave niso kritični. 
Pomemben pojav pri ravni kakovosti storitve je t. i. strmina (angl. downgrade). 
Znano je, da je raven kakovosti storitev med naročniškim odjemalcem in posrednikom 
ter založniškim odjemalcem in posrednikom povsem neodvisna in nepovezana druga 
z drugim ter se določa ob prvi interakciji pošiljanja ali prejemanja sporočila. Na 
primer, definiramo dva odjemalca A in B, kjer je A založnik in B naročnik. Če je 
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odjemalec B naročen na temo z ravnijo kakovosti storitve 1 in odjemalec A pošilja 
sporočilo z ravnijo kakovosti storitve 2, bo posrednik odjemalcu B posredoval 
sporočilo z ravnijo kakovosti storitve 1. Sporočilo lahko dostavi večkrat, ker raven 
kakovosti storitve 1 zagotavlja dostavo sporočila vsaj enkrat in ne preprečuje 
večkratne dostave istega. 
Sporočila za naročanje. 
Sporočilo SUBSCRIBE: Naročanje na sporočila je možno takoj, ko se 
odjemalec uspešno poveže s posrednikom. Pri naročanju odjemalec pošlje posredniku 
sporočilo SUBSCRIBE, ki vsebuje paketni identifikator in seznam tem, podprtih z 
ravnijo kakovosti storitve, kamor se odjemalec želi naročiti. 
Sporočilo SUBACK: Za potrditev naročnine posrednik pošlje nazaj odjemalcu 
potrditveno sporočilo SUBACK. Vsako sporočilo vsebuje isti paketni identifikator od 
originalnega sporočila SUBSCRIBE ter seznam povratnih statusnih kod v istem 
vrstnem redu kot v sporočilu SUBSCRIBE. Povratna statusna koda je unikatna za 
vsako temo, vsebina pa je vrednost, ki določa najvišjo odobreno raven kakovosti 
storitve: 
• 0: najvišja odobrena raven kakovosti storitev je 0; 
• 1: najvišja odobrena raven kakovosti storitev je 1; 
• 2: najvišja odobrena raven kakovosti storitev je 2; 
• 128: napaka oziroma posrednik zavrne naročnine. 
Posrednik lahko odjemalcu podeli nižjo raven kakovosti storitve, kot jo je 
zahteval, kar se zgodi, kadar je založnik ustvaril to temo z nižjo ravnijo kakovosti 
storitve. Ko odjemalec uspešno prejme sporočilo SUBACK, začne prejemati vsa 
sporočila od tem, kamor se je naročil. 
 
Slika 2.9:  Naročanje na teme in prejem sporočil 
Lahko se zgodi, da posrednik prejme sporočilo SUBSCRIBE, ki vsebuje teme, 
na katere je odjemalec že naročen. V tem primeru mora tovrstne naročnine zamenjati 
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z novimi. Tema ostane ista, lahko pa se razlikuje najvišja raven kakovosti storitve. 
Vsaka obstoječa ohranjena sporočila, ki se ujemajo s temo, morajo biti ponovno 
poslana, vendar tok objavljanja ne sme biti prekinjen. V primerih, ko tema ni enaka 
nobeni obstoječi temi, se ustvari nova naročnina in posledično se pošljejo vsa 
ohranjena sporočila. 
Sporočilo UNSUBSCRIBE: Ko odjemalec ne želi več prejemati sporočil od 
določenih tem, pošlje posredniku sporočilo UNSUBSCRIBE. Namen sporočila je 
odjava in brisanje naročnin. Vsebuje paketni identifikator ter seznam tem, od katerih 
se odjemalec želi odjaviti, brez ravni kakovosti storitve. 
Sporočilo UNSUBACK: Za potrditev odjave posrednik odgovori nazaj 
odjemalcu s sporočilom UNSUBACK z istim paketnim identifikatorjem. Po uspešnem 
prejemu sporočila UNSUBACK odjemalec sklepa, da so naročnine, navedene v 
sporočilu UNSUBSCRIBE, izbrisane. 
 
Slika 2.10:  Odjavljanje od naročnin 
Varnost in zaščita. 
Splošno. 
V današnjem spletnem ter globalnem svetu ima varnost vsak dan vpliv tudi na 
ljudi. Ne glede na to, ali opravljamo bančno nakazilo, kupujemo izdelke prek spleta 
ali dostopamo do osebnih dokumentov, je varnost bistvenega pomena. Osnovni 
koncept interneta stvari je povezati stvari oziroma naprave, da bi bili procesi bolj 
učinkoviti, zagotovili več udobja ali na nek način izboljšali naše delo in osebno 
življenje. Vendar tudi povezovanje stvari, kot so avtomobili, domovi in stroji, 
izpostavi veliko občutljivih podatkov. Tako lahko na primer zbiramo podatke o 
lokaciji vsakega člana gospodinjstva. Čeprav je morda uporabno vedeti, kaj počnejo 
družinski člani, ni primerno, da te podatke delimo s potencialnimi vlomilci. Varnost 
danes predstavlja vedno bolj pomembno temo zato, ker se število povezanih naprav v 
našem življenju ter količina podatkov, ki jih zbiramo, izdatno povečujeta. Znano je, da 
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je MQTT preprost protokol, namenjen napravam z nizko procesno močjo, ki poskuša 
zmanjšati obdelavo, potrebno za izmenjavo sporočil, kar pomeni, da se pojavijo resne 
varnostne težave, kot so preverjanje pristnosti, dodelitev pooblastil ter zaupnost in 
celovitost podatkov. Vse te vidike je mogoče rešiti le z ustrezno nastavitvijo protokola 
[17]. 
Druga pogosta težava, s katero se soočajo tovrstne naprave, je ta, da so pogosto 
omejene z viri in ne vsebujejo dovolj moči za izvajanje močnih varnostnih tehnik. 
Mnoge naprave zato ne nudijo ali ne morejo ponuditi naprednih varnostnih funkcij. 
Primer: senzorji, ki spremljajo vlažnost ali temperaturo, niso sposobni obravnavati 
naprednega šifriranja in zaradi tega se ne morejo priklopiti v nekaterih omrežjih z 
visoko stopnjo varnosti. S stališča proizvajalca pa je lahko gradnja varnosti od samega 
začetka draga, upočasni razvoj in povzroči, da naprava ne deluje tako, kot bi morala. 
Vendar pa se je s hitrim razvojem interneta stvari posledično povečalo tudi število 
odmevnih incidentov. Prav to je razlog, da so organizacije začele gledati na varnost 
kot skupno težavo, od proizvajalca programske opreme, prek ponudnika storitev do 
končnega uporabnika. 
Varnostne težave in zaščita. 
V nadaljevanju bomo podali različne varnostne pristope ter rešitve za zaščito 
pred grožnjami, ki jih je mogoče najti v sistemih, ki temeljijo na protokolu MQTT 
[15], [16]. 
Preverjanje pristnosti: predstavlja del transportne in aplikacijske plasti ter 
preverja pristnosti naprave oziroma vozlišča v omrežju. Določa, ali je naprava res tista, 
za katero pravi, da je. Realni primer je prijava v hotelu. Preden vstopite v določeno 
sobo, vas morajo identificirati, na primer s potnim listom. Potni list je dokument, ki 
potrjuje vašo identiteto in ime. Vsak lahko navede vaše ime, ampak samo vi posedujete 
potni list in ga lahko predložite kot dokazilo o svoji identiteti. 
Eden od načinov preverjanja pristnosti v sistemih MQTT je uporaba 
uporabniškega imena in gesla v sporočilu CONNECT. Uporabniško ime predstavlja 
identiteto odjemalca, medtem ko vnos gesla potrjuje zakonitega lastnika te identitete. 
Uporabniško ime predstavlja šifriran UTF-8 niz, geslo pa je binarni podatek z 
največjim številom bajtov 65535. Ko sta uporabniško ime in geslo nastavljena na strani 
odjemalca, se podatki posredujejo posredniku kot navadno besedilo. To besedilo je 
občutljivo za prisluškovanje, kar omogoča napadalcem enostaven način pridobitve 
poverilnice identitete. Zaradi tega zavarovanje prenosa uporabniških imen in gesel 
zahtevata šifriranje prometa. 
Poleg uporabniškega imena in gesla odjemalci kot dodatek k preverjanju 
pristnosti uporabljajo še identifikator odjemalca, ki ga pošiljajo kot parameter v 
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sporočilu CONNECT. Običajna praksa določitve enoličnosti je uporaba dobro 
znanega univerzalnega enoličnega identifikatorja (angl. universally unique identifier), 
ki predstavlja 36-znakovni niz ali pa uporabo MAC naslova naprave. 
Dodelitev pooblastil: predstavlja mehanizem, ki določa pravice dostopa do 
virov. Vključuje opredelitev in izvrševanje pravilnikov, ki nadzorujejo, kdo lahko z 
določenim virom razpolaga ali nekaj naredi. Če se navežemo na primera od prej. Pri 
prijavi v hotelu smo videli, da se potni list lahko uporabi za preverjanje identitete. Po 
potrditvi identitete osebe vam dodelijo ključ, ki se uporabi kot pravica za dostop do 
določene sobe. Brez ključa namreč ne morete vstopiti v sobo. Pooblastila so 
pomembna za omejevanje in omogočanje dostopa do določenih virov, podatkov ali 
stvari samo upravičenim osebam, strankam oziroma v MQTT-svetu odjemalcem. 
MQTT-odjemalec lahko po uspešni povezavi s posrednikom naredi dve 
operaciji: objavlja sporočila v temah ter se naroča na teme, s čimer bi prejemal 
sporočila. Brez ustreznih pooblastil lahko torej vsak odjemalec objavlja in se naroča 
na vse razpoložljive teme, kar je zaželeno le v zaprtem sistemu. Vendar pa je večina 
rešitev pogosto postavljenih v sovražnih komunikacijskih okoljih in zaradi tega mora 
implementacija zagotoviti mehanizme za odobritev dostopa do virov. Za doseg cilja 
morajo biti na MQTT-posredniku izvedena dovoljenja za teme, ki morajo biti 
nastavljene ter nastavljive v času njegovega izvajanja. Možna dovoljenja za temo so 
naslednja: 
• dovoljeno ime teme; 
• dovoljena operacija (objava, naročanje, oboje); 
• dovoljena raven kakovosti storitve (0, 1, 2, vse). 
Zaupnost in celovitost podatkov: ker se prek protokola lahko prenašajo 
občutljive informacije bodisi pri preverjanju pristnosti uporabnika bodisi pri pošiljanju 
navadnih sporočil, je priporočljivo uporabljati šifriranje prometa. To omogočata 
protokola TLS in SSL. V bistvu sta TLS in SSL primera protokolov za šifriranje, ki 
uporabljata mehanizem rokovanja za pogajanje o različnih parametrih za ustvarjanje 
varne povezave med odjemalcem in posrednikom. V primeru uspešnega rokovanja se 
med njima ustvari varna šifrirana komunikacija in napadalec ne more prisluškovati 
nobenemu delu komunikacije. Sam mehanizem rokovanja dejansko ne opravi 
nobenega šifriranja, temveč se samo dogovori o skupnih skrivnostih in vrsti šifriranja, 
ki se bodo uporabljale. Znano je, da protokol MQTT temelji na TCP transportnem 
protokolu. Po privzeti nastavitvi TCP povezave ne uporabljajo šifrirane komunikacije. 
Zaradi tega veliko MQTT-posrednikov za šifriranje celotne komunikacije dovoljuje 
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uporabo TLS-ja namesto navadnega TCP-ja. Standardizirana vrata za uporabo 
šifrirane komunikacije so 8883 in se uporabljajo izključno za MQTT prek TLS-ja. 
Uporaba TLS-ja za nekatere naprave lahko prinese tudi negativne posledice. 
Glede na vrsto šifriranja TLS je lahko zelo intenziven pri računanju, kar prinese 
povečano porabo procesorske moči. Medtem ko je dodatna poraba procesorja na 
posredniku običajno zanemarljiva, pa je lahko ogromna težava pri zelo omejenih 
napravah, ki niso zasnovane za računalniško intenzivne naloge. Druga dodatna 
negativna lastnost, ki jo prinese protokol TLS, je povečana komunikacijska režija 
(angl. overhead). Zaradi tega je uporaba TLS-ja zaželena le takrat, ko lahko sistem 
zagotovi dolgotrajne povezave brez prekinjanja. 
V primerih, ko tovrstnih lastnosti naprava ne more podpreti oziroma TLS-ja ni 
mogoče uporabljati, je smiselno šifrirati le vsebino sporočila PUBLISH ali vsaj geslo 
v sporočilu CONNECT. Ko pa je TLS na voljo za uporabo, je priporočljivo narediti še 
dodatno preverjanje pristnosti naprav oziroma odjemalcev z uporabo digitalnih 
certifikatov. Preverjanje poteka na način, da odjemalec pošlje posredniku svoj 
certifikat ob TLS-rokovanju, in sicer takoj po potrditvi predhodno poslanega 
certifikata posrednika. Nato posrednik preveri identiteto odjemalca in lahko prekine 
rokovanje, če preverjanje ne uspe. V nasprotju z uporabo samo posrednikovega 
certifikata ima uporaba odjemalskih certifikatov več prednosti: 
• preverjanje identitete odjemalcev; 
• preverjanje pristnosti odjemalcev že na transportni plasti; 
• izklop neveljavnih odjemalcev pred pošiljanjem sporočila CONNECT. 
Tovrstni mehanizem omogoča, da lahko samo preverjeni odjemalci vzpostavijo 
varno povezavo s posrednikom, zato ker preverjanje pristnosti poteka pri TLS-
rokovanju in se overjanje opravi, preden se povezava uspešno vzpostavi. 
Uporaba digitalnih certifikatov je lahko zelo zapletena, ker je treba zagotoviti 
postopek certificiranja – specificiran način za izvedbo aktivnosti ali procesa 
potrjevanja. Ko lahko razvijalec priskrbi certifikat ter nadzoruje vse odjemalce, je 
uporaba certifikatov dobrodošla. Če pa razvijalec nima vseh odjemalcev pod 
nadzorom, je zagotavljanje certifikatov zelo težko ali sploh ni mogoče. Za vpeljavo 
certifikatov je treba pametno in taktično razmišljati že na začetku postavljanja sistema 
zato, ker imajo certifikati omejeno življenjsko dobo in jih je treba posodabljati. Če 
odjemalskim certifikatom posrednik ne more zaupati več iz razloga, da so ali so bili 
odtujeni (angl. hacked) ali pa so potekli, jih mora posrednik takoj razveljaviti in 
odjemalce zaprositi za nove certifikate. 
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Z vidika varnosti je treba zagotoviti varnost in zaščite celotnega sistema, in ne 
samo povezav oziroma prometa med vozlišči. V nadaljevanju sledi opis varnosti in 
zaščite infrastrukture, operacijskega sistema in posrednika. 
Infrastruktura varnosti. 
Navadno so posredniki nameščeni na omrežni infrastrukturi, kar pomeni, da je 
pomembno razumeti topologijo omrežja ciljnega sistema. Pri uspešni zaznavi 
napadalcev pa je ključnega pomena njihova zaklenitev oziroma blokada, s čimer se 
preprečijo večje poškodbe ter izpad sistema. Prvi pomembni del infrastrukture je 
vstopna točka v omrežju, ki se kontrolira prek požarnega zidu (angl. firewall) [54]. 
Bistvo požarnega zidu je izolirati interno omrežje od velikega javnega omrežja ter 
filtrirati dostope v omrežju. Vsaka povezava s posrednikom mora iti skozi vsaj en 
požarni zid, ki izvaja svoja določena pravila za dostop do nadaljnjih komponent. Zlato 
pravilo požarnega zidu je: do nadaljnjih komponent posreduj samo pričakovan promet, 
drugo pa blokiraj. Na posredniku je vredno blokirati vse UDP-pakete, ker MQTT za 
prenos podatkov uporablja TCP ter nekatere ICMP-pakete, prispele iz ukaza za 
preverjanje odziva ping in ukaza za odkrivanje poti do spletnega naslova traceroute. 
Znano je, da MQTT uporablja le vrata 1883 za navaden promet ter 8883 za šifrirani. 
Zaradi tega se s požarnim zidom ta vrata ne smejo blokirati. Če ima nekdo popoln 
nadzor nad sistemom in pozna IP-naslove odjemalcev, je pametno dovoliti promet v 
obsegu le teh IP-naslovov, s čimer bodo zaklenjeni vsi odjemalci, ki niso v 
opredeljenem območju. V praksi je zaželeno uporabljati vsaj dvojni požarni zid 
različnih ponudnikov, kar pomeni, da če napadalec izkoristi varnostno luknjo prvega 
požarnega zidu, drugega ni mogoče prekršiti s ponovno uporabo iste ogrožajoče 
tehnike. 
Drugi pomembni varnostni del se imenuje demilitarizirana cona (angl. 
demilitarized zone) in predstavlja podomrežje, kjer prebivajo internetne storitve, ki so 
dostopne javnemu omrežju kot posrednik, spletne storitve, raznovrstni strežniki. Ves 
dostop do nadaljnjih storitev kot podatkovne baze, interne aplikacije in ostale storitve, 
namenjene le za notranjo uporabo, so dodatno zaščiteni s požarnimi zidovi. S tem je 
zagotovljena varnost in zaščita bolj občutljivih podatkov, kar pomeni, da če napadalec 
dobi dostop do ene storitve iz demilitarizirane cone, samodejno ne dobi dostopa do 
drugih delov omrežja za požarnimi zidovi [55]. 
Tretji pomembni del infrastrukture je uravnavanje obremenitve pri povečanem 
prometu, ki se najpogosteje uporablja za distribucijo prometa med različnimi 
posredniki. Pri implementaciji je pomembno ustrezno razporediti promet, s čimer bi 
zagotovili nenehno delovanje sistema brez kakršnihkoli problemov. 
Operacijski sistem. 
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Posredniki so običajno nameščeni na fizičnih ali virtualnih strežnikih, ki 
poganjajo različne operacijske sisteme [56]. Napadi in posledično varnostni ukrepi so 
različni ter odvisni od vrste strežnika. Najbolj uporabni nasveti za zaščito sistema, 
dokazani iz prakse, so: 
• redno posodabljanje knjižnic in programske opreme; 
• onemogočanje korenskega dostopa; 
• onemogočanje oddaljenega dostopa; 
• ponastavljanje IP-tabel; 
• uporaba modula jedra, ki zagotavlja mehanizem za uveljavitev varnostnih 
pravil za nadzor dostopa. 
Posrednik. 
Najbolj pomembna vidika pri varnosti posrednika sta preverjanje pristnosti 
odjemalcev ter dodeljevanje ustreznih pooblastil. Dodatna varnost, če omrežje 
dovoljuje, je uporaba TLS-ja, s čimer se prepreči prisluškovanje prometa. Če je že pred 
uvajanjem sistema znana pasovna širina omrežja, se lahko uvede tudi dušenje (ang. 
throttling) odjemalcev pred preobremenitvijo posrednika. Dušenje v bistvu predstavlja 
namerno upočasnitev ali pospešitev internetnih storitev s strani ponudnika. Ta lastnost 
posredniku koristi v primerih, ko se v sistemu pojavijo zlonamerni odjemalci, ki imajo 
dovolj razpoložljive pasovne širine in sistem zlahka zelo hitro preobremenijo ter 
povzročijo poslabšanje storitev. Veliko izvedb posrednikov omogoča omejitev 
skupnega števila dohodnih in odhodnih bajtov na sekundo ter prilagoditev omejitve 
med delovanjem brez ponovnega zagona. Prav tako v mnogo primerih pride prav do 
omejitev dolžine sporočil. MQTT-protokol definira največjo velikost sporočila 256 
MB. V večini scenarijev so sporočila dolga nekaj kB, vendar če ni omejitve, lahko 
zlonamerni odjemalci to izkoristijo s pošiljanjem velikih sporočil in posledično 
preobremenijo posrednika, kar lahko povzroči tudi izpad celotnega sistema [57]. 
2.2.2  Infrardeča komunikacija 
V primerih, ko imamo nalogo upravljati določene naprave brezžično, se 
neizogibno srečujemo z daljinskim upravljanjem. Za komunikacijo med oddajnikom 
in sprejemnikom se lahko uporabljajo radijski ali svetlobni valovi. Radijsko vodenje 
uporablja radijske valove, medtem ko je pri svetlobnih signalih najpogostejši način 
uporaba infrardečega valovanja. V magistrski nalogi smo se za pošiljanje krmilnih 
signalov odločili uporabljati infrardečo svetlobo predvsem zaradi dveh razlogov. Prvi 
je ta, da so diode, ki se uporabljajo za oddajanje infrardeče svetlobe, precej poceni in 
zlahka dostopne. Drugi razlog pa je, da smo želeli beležiti časovne žige komunikacije 
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daljinskega upravljalnika televizije, ki med sabo komunicirajo s pomočjo infrardečih 
valov. 
Infrardeče sevanje [18] je preprosto svetloba, ki je ne moremo videti. Označuje 
elektromagnetno valovanje z valovnimi dolžinami, krajšimi od mikrovalovnega 
valovanja, a daljšimi od valovnih dolžin vidne svetlobe. Zaradi tega je odlična za 
komunikacijo v majhnih brezžičnih omrežjih, možnost prisluškovanja pa je precej 
manjša kot pri radijsko zasnovanih sistemih. Viri infrardeče svetlobe kot sončna 
svetloba, fluorescentne žarnice in človeško telo so vseprisotni povsod okoli nas in 
predstavljajo motnje. Da bi preprečili motnje od drugih virov infrardeče svetlobe, se 
infrardeči sprejemniki odzivajo samo na določeno valovno dolžino. Na primer, ko 
uporabljamo daljinski upravljalnik televizije, se za prenos informacij na televizijo 
uporablja infrardeča dioda. Kako torej infrardeči sprejemnik na vaši televiziji med 
vsemi infrardečimi viri v okolju pobira signale samo iz vašega daljinskega 
upravljalnika? Odgovor se skriva v tem, da je infrardeči signal moduliran. Modulacija 
signala je kot dodelitev vzorca vašim podatkom, tako da sprejemnik zna ustrezno 
poslušati. Skupna modulacijska shema za infrardečo komunikacijo sloni na 38 kHz 
modulaciji. Zelo malo je naravnih virov, ki imajo osrednjo frekvenco signala 38 kHz 
in zato infrardeči oddajnik pošilja podatke na tej frekvenci. Na sprejemni strani pa se 
izhod detektorja filtrira s pomočjo ozko pasovnega filtra, ki zavrže vse frekvence izven 
pasu okoli nosilne frekvence (v tem primeru 38 kHz). Filtrirani izhod je nato dodeljen 
ustrezni napravi, kot je mikrokrmilnik ali mikroprocesor, ki nadzoruje naprave kot 
osebni računalnik, TV sprejemnik, robot ipd. Najbolj pogosta uporabljena osrednja 
frekvenca za modulacijo infrardečih podatkov je 38 kHz, vendar je mogoče uporabiti 
tudi druge frekvence med 36 kHz in 46 kHz [23]. 
Obstajata dve vrsti infrardeče komunikacije: 
• Točka-točka (angl. Point to point): zahteva vidno polje med oddajnikom 
in sprejemnikom, kar pomeni, da morata biti usmerjena drug proti 
drugemu in med njima ne sme biti nobenih ovir. Primer tega je 
neposredna komunikacija med daljinskim upravljalnikom in televizijo. 
• Difuzna točka (angl. Diffuse point): ne potrebuje vidnega polja med 
oddajnikom in sprejemnikom. To pomeni, da se povezava med njima 
vzdržuje z odbijanjem oddanega signala po površinah, kot so stropi, 
streha, tla, predmeti ipd. Primer tega je komunikacijski sistem, ki 
predstavlja realno alternativo za notranje brezžično lokalno omrežje. 
Drugi primer je posredna komunikacija med daljinskim upravljalnikom 
in televizijo, ko je daljinski upravljalnik usmerjen proti stropu. 
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Slika 2.11:  Dve vrsti infrardeče komunikacije 
2.3  Uporabljena strojna oprema 
Strojna oprema sistema za merjenje dogodkov na daljinskem upravljalniku in 
beleženje časovnih žigov, ki smo ga razvili v okviru te magistrske naloge, je 
sestavljena iz t. i. senzornega modula (poimenovan vhodna komponenta v podpoglavju 
2.1), na katerem so nameščeni senzorji ter mikrokrmilnik, na katerem se izvaja 
funkcija prehodnega vmesnika. Pri izbiri ustrezne strojne opreme smo se odločali 
glede na čim večje območje uporabnosti, robustnosti, prilagodljivosti in cenovno 
ugodnost ter s tem tudi zmanjšali končno ceno rešitve. Na podlagi tega so v 
nadaljevanju podrobneje opisane izbrane komponente, potrebne za izvedbo sistema. 
2.3.1  Mikrokrmilnik NodeMCU 
Mikrokrmilnik je naprava z integriranim vezjem, ki se uporablja za krmiljenje 
drugih delov elektronskega sistema, običajno prek mikroprocesorske enote, 
pomnilnika in nekaterih zunanjih perifernih naprav. Te naprave so optimizirane za 
vgrajene aplikacije, ki zahtevajo tako funkcionalnost obdelave kot tudi agilno in 
odzivno interakcijo z analognimi, digitalnimi ali elektromehanskimi komponentami. 
Glavni namen mikrokrmilnika je nadzor in izvajanje funkcij zunanjih naprav. Sprejete 
informacije iz perifernih vhodno-izhodnih naprav se s pomočjo osrednje 
mikroprocesorske enote začasno shranijo v njegov podatkovni pomnilnik. Pri izvedbi 
ustreznega dejanja mikroprocesor dostopa do programskega pomnilnika, iz katerega 
bere ukaze, jih interpretira in nato izvaja ter s pomočjo perifernih vmesnikov vzpostavi 
povezavo z okolico [19]. 
Mikrokrmilnik ESP8266 [20], [21] predstavlja nizkocenovni mikrokrmilnik, ki 
ga je razvilo kitajsko podjetje Espressif System leta 2014. Poleg tega, da je zasnovan 
za razvoj vgrajenih aplikacij za internet stvari, ki zahtevajo majhno porabo energije, je 
bila največji razlog za izbiro tovrstnega mikrokrmilnika v magistrski nalogi podpora 
brezžične povezave Wi-Fi. Danes na trgu obstaja mnogo različic tovrstnega 
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mikrokrmilnika, najbolj priljubljen s prilagodljivo konfiguracijo pa je ESP-12 oziroma 
NodeMCU. Ta v našem sistemu opravlja funkcije prehodnega vmesnika med gradniki 
vhodne komponente sistema (daljinski upravljalnik, IR-naprave, senzor bližine, 
MQTT Arduino odjemalce) in MQTT-posrednikom.   
NodeMCU ponuja zmogljivosti za 2,4 GHz Wi-Fi (IEEE 802.11 b/g/n) z 
integriranim TCP/IP-skladom, 16 GPIO splošno namenskih vhodno-izhodnih pinov, 
10-bitno analogno-digitalno pretvorbo ter nekaj protokolov za komunikacijo z 
zunanjimi napravami, kot so UART, SPI, DMA, I²C, I²S. Procesorsko jedro, ki ga 
Espressif imenuje L106, temelji na 32-bitnem jedru krmilnika procesorja Diens 
Standard 106 Micro in deluje na frekvenco 80 MHz, ki se lahko poveča na 160 MHz. 
Ima 64 kB zagonski ROM-pomnilnik, 32 kB RAM-pomnilnik in 96 kB uporabniških 
podatkov RAM-pomnilnika. Vsebuje vgrajeno napajanje napetosti 3,3 V ter omogoča 
enostavno povezavo z zunanjimi napravami. Njegova največja prednost je to, da ima 
naložen sistemski zaganjalnik (angl. bootload firmware) in zato ni potrebe po 
zunanjem programatorju. Prav tako ima vgrajeni USB-vmesnik, ki omogoča 
enostavno uporabo brez dodatkov (angl. plug and play). Velika prednost je tudi to, da 
se napaja in programira le prek enega kabla ter lahko med delovanjem izmenjuje 
podatke. Danes najbolj priljubljeno orodje za programiranje mikrokrmilnika je 
Arduino IDE. 
 
Slika 2.12:  Mikrokrmilnik NodeMCU in njegova arhitektura [20] 
2.3.2  Prototipna plošča  
Elektronska prototipna plošča (angl. breadboard) se dejansko nanaša na ploščo 
brez spajkanja. Omogoča enostavno vstavljanje elektronskih komponent v prototip in 
je odlična za izdelavo začasnih vezij z zasnovo elektronike brez nikakršnega spajkanja. 
Zaradi tega so zelo priljubljene pri razvoju novih rešitev. Za povezovanje komponent 
vezja na plošči se uporabljajo t. i. skakalne prilagodljive žice (angl. jumper wires). 
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Izraz skakalna žica se preprosto nanaša na prevodno žico, ki vzpostavi električno 
povezavo med dvema točkama v vezju [22]. 
 
Slika 2.13:  Primer vezave komponent na prototipni plošči 
2.3.3  IR-sprejemnik 
Za namen prestrezanja IR-signalov od daljinskega upravljalnika smo uporabljali 
IR VS 1838B sprejemnik [24], [25], ki predstavlja miniaturni sprejemnik za infrardeče 
daljinske upravljalne sisteme s hitrim fototranzistorkim priklopom. Vsebuje foto 
detektorsko diodo, predojačevalnik in vgrajeno krmilno vezje za ojačanje kodiranih 
impulzov, prejetih od IR-oddajnika. Zaradi tega se zlahka poveže z mikrokrmilnikom. 
Predstavlja zelo priljubljen gradnik, zato ker sprejema vse vrste oddajnih kod, ki 
podpirajo različne modulacijske tehnike, kot so RC5, RC6, Sony, NEC itd. Velika 
prednost je tudi občutljivost na določene frekvence, zato je njegov razpon boljši v 
primerjavi z navadno foto diodo. Zgrajen je za napajalno napetost med 2,7 V in 5,5 V 
z nizko porabo energije, podpira 38 kHz nosilno frekvenco ter ima domet sprejema do 
25 m. 
Ima 3 priključne sponke: 
• VCC za priklop napetosti; 
• GND za priklop ozemljitev; 
• OUT za sprejem signala. 
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Slika 2.14:  IR VS 1838B sprejemnik [25] 
 
Slika 2.15:  Shema vezave IR-sprejemnika z mikrokrmilnikom 
2.3.4  IR-oddajnik 
Za posredovanje prestreznih IR-signalov televiziji smo uporabljali posebno vrsto 
LED-diode, ki oddaja infrardeče žarke infrardečega spektra. Valovna dolžina 
infrardečih žarkov je večja kot dolžina vidne svetlobe in so zato človeškemu očesu 
nevidne. Tipična IR LED oddaja infrardeče žarke v območju valovnih dolžin približno 
med 750 nm in 1 mm, frekvence pa se gibljejo od približno 300 GHz do 400 THz in 
se pogosto uporabljajo za komunikacijo kratkega dosega. Hitrost prenosa podatkov se 
giblje med 300 b/s in 4 Mb/s, odvisno od oddajne naprave. Veliko prednost 
predstavljajo lastnosti, kot so lahka dostopnost, nizka cena, visoka zanesljivost in 
enostavna uporaba, glavna pomanjkljivost pa je to, da infrardeča svetloba ne gre skozi 
trdne predmete [18]. 
Pri uporabi za preprečitev motnje in napačno sprožitev iz drugih virov infrardeče 
svetlobe, kot so sonce, žarnice, človeško telo, se oddajna infrardeča svetloba modulira. 
Nosilna frekvenca moduliranega signala je 38 kHz, ki ga lahko demodulira samo 
ustrezen IR-sprejemnik. Za oddajanje signala je treba daljšo priključno sponko diode 
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(angl. anode) priključiti na določen izhod, krajšo priključno sponko (angl. cathode) pa 
na ozemljitev. Pri priključitvi LED-diode na ploščo se uporablja upor za omejevanje 
toka, ki se vzporedno veže z anodo, s čimer se LED-dioda zaščiti pred polno napetostjo 
[26]. 
 
Slika 2.16:  Shema vezave IR-oddajnika z mikrokrmilnikom 
2.3.5  Senzor bližine  
Meritev razdalje do ustreznega objekta smo izvedeli z ultrazvočnim senzorjem 
HC-SR04 [27], ki meri razdaljo z uporabo ultrazvočnih valov. Omogoča izjemen 
obseg zaznavanja brez stika z visoko natančnostjo in stabilnimi odčitki. Razdaljo meri 
s pošiljanjem zvočnega vala s frekvenco 40 kHz in čaka, da se zvočni val odbije nazaj. 
Z beleženjem časa, ki se porabi med nastankom zvočnega vala in zvočnim valom, ki 
se odbije nazaj, je mogoče izračunati razdaljo med senzorjem in objektom. Na trgu je 
več vrst ultrazvočnih senzorjev, najpogosteje uporabljen pri projektih z 
mikrokrmilniki in eden cenovno ugodnejših trenutno pa je HC-SR04. Uporablja se v 
različnih aplikacijah, namenjenih za merjenje smeri in hitrosti, brezžično polnjenje, 
alarme vloma, v medicini, vgrajene sisteme itd. 
Senzor lahko meri razdaljo med 2 cm in 450 cm z merilnim kotom do 15° ter 
natančnostjo 3 mm. Za delovanje potrebuje 5 V napetosti in 15 mA električnega toka. 
Ima štiri priključne sponke: 
• VCC za priklop napetosti; 
• GND za priklop ozemljitve; 
• TRIG za ustvarjanje signala; 
• ECHO za sprejem odbitega signala. 
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Slika 2.17:  Prednja in zadnja stran ultrazvočnega senzorja HC-SR04 [28] 
 
Slika 2.18:  Shema vezave senzorja bližine z mikrokrmilnikom 





kjer je v zvočna hitrost, enaka 0,034 cm/µs (340 m/s), in t čas med oddajanjem 
in sprejemom, deli se z 2, ker je t čas potovanja signala v obe smeri. Pri izvajanju 
meritve se na priključno sponko TRIG pošlje sprožilni impulz širine 10 µs. To 
povzroči, da kontrolno vezje, vgrajeno v senzor, odda osem kratkih 40 kHz pulzov in 
čaka povratno informacijo. Ti bodo potovali z zvočno hitrostjo in bodo sprejeti prek 
priključne sponke ECHO. Izmerjena razdalja je sorazmerna širini impulza odmeva in 
jo je mogoče izračunati po zgornji enačbi (2.1). V primerih, ko se nobena ovira ne 
zazna, bo izhodna priključna sponka oddala 38 ms signal visokega nivoja. Naslednji 
utrip se lahko prenaša in opravi naslednjo meritev, ko odmev zbledi. To časovno 
obdobje se imenuje ciklično obdobje in je priporočljivo, da ne traja manj kot 60 ms 
[28]. 
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Slika 2.19:  Časovni diagram senzorja bližine 
2.3.6  Daljinski upravljalnik 
Vsi poskusi so bili izvedeni na televizijskem sprejemniku Samsung 55" Q60R 
Flat Smart 4K QLED TV, ki po privzetju komunicira z daljinskim upravljalnikom 
modela BN59-01266A prek Bluetootha. Zaradi tega, ker je naš sistem zasnovan za 
komunikacijo prek IR-valov, smo ga zamenjali z daljinskim upravljalnikom modela 
BN59-00938A, ki za komunikacijo uporablja IR-valovanje. 
 
Slika 2.20:  Originalni in zamenjani uporabljeni daljinski upravljalnik [29], [30] 
2.4  Uporabljena programska orodja  
Po pregledu uporabljenih komponent je treba pozornost posvetiti tudi 
programski opremi. Glede na kriterije pri gradnji sistema (glejte podpoglavje 2.2) ter 
možne stroške, ki lahko nastanejo ob implementaciji, smo se odločili za uporabo 
odprtokodnih programskih jezikov in orodij. Pri izbiri smo pazili tudi na 
kompatibilnost, hitrost razvijanja in raven svojega znanja. V nadaljevanju si bomo 
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podrobno ogledali konkretna programska orodja, ki so bila uporabljena pri razvoju 
rešitve. 
2.4.1  Python 
Glede na podane zahteve smo se odločili za uporabo okolja Spyder [32], ki 
predstavlja močno odprtokodno integrirano razvojno okolje za programiranje v jeziku 
Python [31]. Pri razvoju programske opreme magistrske naloge smo uporabljali 
verzijo 3. Python vključuje številne knjižnice, vključno z NumPy, SciPy, Matplotlib, 
pandami, SymPy in Cython ter drugo programsko opremo z odprto razpoložljivo kodo. 
Okolje Spyder je razširljivo ter vključuje podporo interaktivnim orodjem za 
pregled podatkov in vgrajuje Pythonove instrumente za zagotavljanje kakovosti kode 
in introspekcijo, kot so Pyflakes, Pylint in Rope. Na voljo je prek platforme Anaconda 
[33] za operacijski sistem Microsoft Windows, prek MacPorts [34] za Mac OS in v 
večjih distribucijah Linuxa, kot so Arch Linux, Debian, Fedora, Gentoo Linux, 
openSUSE in Ubuntu. Za tovrstno okolje smo se odločili zaradi naslednjih lastnosti: 
• odprtokodno okolje; 
• lažja uporaba različnih knjižnic; 
• integrirani urejevalnik s poudarkom sintakse, samo pregledovanjem ter 
dopolnitvijo kode; 
• sposobnost raziskovanja in urejanja spremenljivk v grafičnem uporabniškem 
vmesniku; 
• lahka preglednost in odprava napak; 
• interaktivna konzola; 
• hitra vizualizacija podatkov. 
Pri izdelavi naloge smo programsko orodje uporabljali za izvedbo nekaterih 
MQTT-odjemalcev ter v uporabniških aplikacijah za namen shranjevanja, branja, 
analize in vizualizacije podatkov, pridobljenih od izvedenih meritev. 
2.4.2  Arduino IDE 
Arduino IDE [35] predstavlja integrirano razvojno okolje, ki je združljivo z 
uporabljenim mikrokrmilnikom NodeMCU. Zaradi svoje preproste in dostopne 
uporabniške izkušnje je danes uporabljen v najrazličnejših projektih in aplikacijah. 
Programska oprema je za začetnike enostavna za uporabo, hkrati pa dovolj napredna 
za bolj izkušene uporabnike. 
Predstavlja odprtokodno programsko okolje, ki se večinoma uporablja za pisanje 
in urejanje kode v modulu Arduino. Na voljo je za operacijske sisteme Microsoft 
2.4  Uporabljena programska orodja 47 
 
Windows, Linux, Mac OS in deluje na platformi Java. Vsebuje vgrajene funkcije in 
ukaze, ki igrajo ključno vlogo pri odpravljanju napak, urejanju in sestavljanju kode. 
Programiranje poteka v programskih jezikih C in C++. Vsebuje veliko zbirnih 
knjižnic, ki se lahko dodajajo sproti po potrebi. Programi, napisani v razvojnem okolju, 
se imenujejo skice (angl. sketches), zapisane so v urejevalniku besedila, in se ob 
shranjevanju shranijo s končnico ino, ki se nato prenesejo in naložijo v krmilnik na 
plošči. Vsaka skica, poleg definicije knjižnic in spremenljivk, vsebuje dve pomembni 
funkciji: 
• funkcija setup(): funkcija, kjer se programirajo vse potrebne nastavitve za 
zagon skice. Določa začetno stanje skice in se izvede samo enkrat ob vsakem 
zagonu; 
• funkcija loop(): glavna funkcija skice, ki se izvaja ciklično ves čas. Zanka 
opisuje glavno logiko vezja za potrebe delovanja celotnega programa. 
Zagon skice poteka s pomočjo serijskega pretvornika, ki se priključi v USB-
vtičnico na računalniku ter priključke za programiranje na vozlišču. Orodje vsebuje 
tudi konzolo, ki daje povratne informacije med shranjevanjem, nalaganjem, 
izvajanjem in izvozom ter prikazuje opozorila in napake. Gumbi orodne vrstice 
omogočajo preverjanje in nalaganje programov, ustvarjanje, odpiranje in shranjevanje 
skic ter odpiranje serijskega monitorja. 
2.4.3  Eclipse Mosquitto  
V magistrski nalogi smo za izvedbo osrednjega centraliziranega vozlišča 
(MQTT-posrednika) uporabljali odprtokodno rešitev Eclipse Mosquitto [36]. 
Predstavlja projekt na področju interneta stvari, sponzoriran s strani nemškega 
odprtokodnega podjetja Cedalo, in je del fundacije Eclipse Foundation. Uporaba le-
tega je možna na več platformah, kot so Microsoft Windows, Mac OS ter različne 
Linux distribucije. Na vsaki platformi je po instalaciji privzeto dostopen kot sistemska 
storitev brez grafičnega vmesnika. Orodje omogoča lažjo implementacijo MQTT-
posrednika, ki je primeren za večino sistemov interneta stvari. Trenutna 
implementacija ima izvršljivo datoteko reda 120 kB, ki porabi približno 3 MB RAM-
pomnilnika s sočasno priključenimi 1000 odjemalci. Prav tako obstajajo uspešni testi 
s 100 000 povezanimi odjemalci, vendar s skromno hitrostjo prenašanja sporočil. 
Poleg tega, da sprejema povezave od MQTT-odjemalskih aplikacij, vsebuje 
funkcionalnost MQTT-premostitve (angl. bridging), s čimer je omogočeno 




3  Opis meritev, poskusov in delovanje sistema 
V tem poglavju bomo podrobneje opisali delovanje izdelanega sistema ter 
izvedenih meritev in poskusov. V sklopu magistrske naloge smo naredili tri poskuse, 
ki smo jih izvedeli v zaprtem prostoru v prostorih Laboratorija za uporabniku 
prilagojene komunikacije in ambientno inteligenco (LUCAMI) [37] na Fakulteti za 
elektrotehniko v Ljubljani. Pri prvem poskusu smo potrjevali delovanje IR-senzorjev 
in naprav. Drugi poskus je namenjen testiranju delovanja senzorja bližine na kratkih 
razdaljah ter ocenjevanju točnosti in natančnosti časovnih žigov različnih naprav. 
Tretji poskus predstavlja združitev prvih dveh in zaradi kompleksnosti izvedbe 
predstavlja največji izziv, pri čemer smo pri njem uporabili največ časa. Cilj tega 
poskusa je dvojni: povezati IR-naprave in senzorje prek MQTT-protokola ter rešiti 
problem sinhronizacije časa med različnimi napravami. Problem nastane zaradi tega, 
ker se na naprave, kot so osebni računalnik, tablica, telefon, strojna oprema za podporo 
senzorjev, priključijo različni senzorji. Ti senzorji oziroma naprave imajo vsak svoj 
lastni čas, ki je lahko pridobljen iz različnih virov.  
Ko govorimo o kakovosti podatkov različnih časov, se med drugim sprašujemo, 
kako verodostojno in zanesljivo ti podatki predstavljajo resnični čas. Večja kot je ta 
razlika, slabša je kakovost podatkov in posledično je manjša tudi dejanska vrednost 
teh podatkov. Za ponazoritev kakovosti obstaja več meril, vključno s točnostjo in 
natančnostjo, vendar moramo vedeti, kako ločiti oba pojma. Točnost je na področju 
znanosti, tehnike in statistike stopnja ustreznosti merjene ali izračunane količine glede 
na njeno dejansko (resnično) vrednost. Točnost torej pomeni verodostojnost merjene 
ali izračunane količine. Natančnost pa je stopnja, za katero nadaljnje meritve ali 
izračuni kažejo enake ali podobne rezultate. Natančnost torej pomeni, s kakšno 
ponovljivostjo lahko dosežemo enak ali podoben rezultat merjene ali izračunane 
količine [48]. 
Poskuse v tem poglavju opisujemo zaporedoma po težavnosti, pomembnosti in 
kompleksnosti izvedbe. Za vsakega izmed izvedenih poskusov predstavimo: 
• namen, cilj in tloris poskusa; 
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• arhitekturo in zgradbo poskusa ter uporabljene gradnike; 
• postopek nastavljanja gradnikov; 
• shemo poskusa in potek meritve; 
• način shranjevanja podatkov. 
3.1  Prvi poskus: spremljanje dogodkov daljinskega upravljalnika 
Glavni namen poskusa je spremljanje uporabniških dogodkov med predvajanjem 
multimedijskih vsebin na televiziji. Gre za spremljanje aktivnosti z daljinskim 
upravljalnikom. Multimedijske vsebine so vedno vnaprej določene in jih vsak 
uporabnik izbira po vnaprej določenem scenariju, ki ga dobi pred začetkom poskusa. 
Poskus je izveden na zelo enostaven način: uporabnik vstopi v sobo, se usede na kavč, 
vzame daljinski upravljalnik v roko in pritiska gumbe, medtem ko naš sistem spremlja 
dogodke. Sistem smo zasnovali tako, da je uporabnik izvor, TV pa sprejemnik 
informacij. Tloris poskusa in sprehod uporabnika sta prikazana na sliki 3.1. 
 
Slika 3.1:  Tloris prvega poskusa 
3.1.1  Arhitektura poskusa in opis gradnikov  
Za doseg ciljev poskusa smo morali potrditi delovanje končnih IR-naprav s 
pomočjo našega sistema. Arhitektura prvega poskusa temelji na strukturno predlagano 
arhitekturo za sinhronizacijo časov, opisana v podpoglavju 2.1 (glejte sliko 2.2). Na 
sliki 3.2 pa je predstavljena predlagana arhitektura, obogatena z opisi uporabljenih 
gradnikov v tem poskusu. 
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Slika 3.2:  Arhitektura s pripadajočimi (uporabljenimi) gradniki prvega poskusa 
Predstavljena arhitektura merilnega sistema vsebuje več ločenih naprav, vsaka 
pa ima svojo nalogo, ki jo opravlja skupaj s preostalimi napravami v sistemu. Za ta 
namen smo sistem poleg razdelitev gradnikov glede na obdelavo podatkov razdelili 
tudi glede na opravljanje njihovih nalog. Tovrstna delitev je sestavljena iz treh 
modulov: 
• modul jedra; 
• modul odjemalcev; 
• modul senzorskih naprav. 
Modul jedra predstavlja upravljanje sistema. Sestoji se iz posrednikov sporočil 
in prehodnih vmesnikov. Število teh je odvisno od kompleksnosti, zahtev in same 
izvedbe sistema. Za nenehno delovanje celotnega sistema moramo zagotoviti, da je 
jedro ves čas aktivno brez prekinitev. V prvem poskusu zadostuje uporaba tako enega 
posrednika kot tudi enega prehodnega vmesnika. 
Znano je, da se posrednik sporočil obnaša kot strežnik in je odgovoren za 
sprejem in posredovanje sporočil, komunikacijo med gradniki ter njihovo preverjanje 
pristnosti in določevanje pooblastil. Strežnik lahko gostuje z javnim ali lokalnim IP-
naslovom. V našem primeru je to strežnik v izvedbi MQTT-posrednika, ki gostuje v 
lokalni domeni, v okviru katere opravljamo predstavljene meritve in testiranja. Drugi 
pomembni del modula jedra je prehodni vmesnik. V tem poskusu je sestavljen iz enega 
gradnika v izvedbi mikrokrmilnika NodeMCU, katerega naloga je povezati, 
komunicirati in upravljati senzorje. 
Modul odjemalcev je v tem poskusu sestavljen iz dveh gradnikov. Prvi gradnik 
je MQTT Arduino odjemalec – program na računalniku, ki teče v modulu Arduino, 
povezan z mikrokrmilnikom NodeMCU. Predstavlja del vhodne komponente sistema 
in skrbi za obdelavo podatkov, pridobljenih od senzorjev. Obdelava zajema sprejem, 
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po potrebi obdelavo v ustrezni obliki ter pošiljanje podatkov MQTT-posredniku. V 
tem poskusu predstavlja edini odjemalec, ki upravlja mikrokrmilnik in zaradi tega ima 
pomembno vlogo v celotnem sistemu. Drugi gradnik modula odjemalcev je MQTT 
Python odjemalec. Podatke sprejema prek neposredne komunikacije z MQTT-
posrednikom in je zadolžen za shranjevanje podatkov v datotekah na lokalnem trdem 
disku. Ker so podatki ključnega pomena, predstavlja del osrednje komponente. 
Gradnik kot odjemalec deluje na osebnem računalniku, na katerem teče koda, napisana 
v programskem jeziku Python, s knjižnicami, ki so ustrezne za MQTT-protokol. 
Celotna komunikacija med obema gradnikoma modula odjemalcev in posrednikom 
sporočil poteka prek protokola MQTT. 
Modul senzorskih naprav je sestavljen iz senzorskih naprav, ki, priključene 
prek prototipne plošče, delujejo na mikrokrmilniku NodeMCU. V tem poskusu sta 
priključeni dve senzorski napravi. Prva je v izvedbi foto diode s hitrim 
fototranzistorkim priklopom (glejte razdelek 2.3.3) in je namenjena sprejemu IR-
signalov od daljinskega upravljalnika. Druga senzorska naprava je v izvedbi posebne 
vrste LED-diode (glejte razdelek 2.3.4) in skrbi za posredovanje IR-valov, dobljenih 
od prve senzorske naprave k televizijskemu sprejemniku. 
Celotni sistem komunicira z zunanjim modulom končnih naprav, ki je 
sestavljen iz končnih naprav poskusa. To so naprave, ki imajo posredne vloge, a so 
tako pomembni člani sistema kot vsi ostali. Brez njih sistem ne more delovati, saj 
predstavljajo osnovni vir podatkov ter omogočajo vizualno potrditev delovanja 
sistema. V tem poskusu modul zastopajo trije gradniki: daljinski upravljalnik in 
televizijski sprejemnik, ki predstavljata izvor in tarčo informacij, ter uporabniška 
aplikacija, ki vizualno predstavi shranjene podatke izvedenih meritev. 
Glede na zgradbo sistema se lahko bralci naloge vprašajo, zakaj potrebujemo 
potrditev delovanja sistema, saj ko pritiskamo gumbe na daljinskem upravljalniku, 
takoj vidimo rezultate oziroma spremembe na televiziji. Odgovor se skriva v tem, da 
se oba gradnika modula končnih naprav ne vidita med seboj, kar pomeni, da 
komunikacija med njima poteka posredno prek našega sistema. 
3.1.2  Nastavljanje gradnikov 
Za nenehno delovanje sistema je potrebna ustrezna nastavitev vseh gradnikov, 
kar opisujemo v tem razdelku. 
Posrednik sporočil. 
Pri pripravi poskusa smo se najprej lotili nastavitev MQTT-posrednika. 
Posrednik gostuje z lokalnim IP-naslovom, kar v naši nalogi prinaša dodatne prednosti, 
ker ni treba dodatno nastavljati požarnih zidov in filtrirati nezaželen promet. Program 
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[38] deluje kot storitev v oknu z ukaznim pozivom (angl. command prompt), ki se 
požene z ukazom net start mosquitto ter ugasne z net stop mosquitto. Ko je storitev 
pognana, se izvede še ukaz mosquitto, s čimer se omogočita avtomatsko branje 
konfiguracijske datoteke in posledično začetek delovanja posrednika. Posrednika je 
mogoče nastavljati s pomočjo konfiguracijske datoteke z imenom mosquitto.conf, ki 
predstavlja glavno točko vhodnih informacij. Za osnovno delovanje je treba nastaviti 
le IP-naslov ali ime gostitelja ter vrata, kamor se bo gostoval privzeti poslušalec. Če 
naslednje ni nastavljeno, privzeti poslušalec ne bo vezan na določen naslov in bo 
dostopen vsem omrežnim vmesnikom, kar sploh ni dobra praksa. Posrednik omogoča 
široko paleto možnosti nastavitev, kot so: 
• največje dovoljeno število odjemalskih povezav. Privzeta vrednost je –1, kar 
pomeni neomejeno število povezav; 
• izbira protokola. Na voljo sta dve možnosti: mqtt in web sockets. Privzeta 
vrednost je mqtt; 
• največje možno število QoS sporočil, ki jih je treba zadržati v čakalni vrsti; 
• uporaba obstojnih sej; 
• SSL in TLS-podpora, ki temeljita na digitalnih certifikatih. Vključujeta pot in 
ključ do certifikata, TLS-verzije in nekaj drugih nastavitev varnosti; 
• uporaba beleženja akcij; 
• dodatno preverjanje pristnosti odjemalcev; 
• uporaba premostitve z drugimi posredniki. 
V nalogi rešujemo problem sinhronizacijo časovnih žigov naprav, kar pomeni, 
da so ti podatki bistvenega pomena. Zaradi tega smo, tako pri prvem kot tudi pri drugih 
poskusih, sistem zavarovali z različnimi mehanizmi varnosti, drugače lahko gradniki 
postanejo lahka tarča napadalcem. Za preverjanje pristnosti odjemalcev smo, poleg 
uporabe osnovnega načina z uporabniškim imenom in geslom, uporabljali tudi 
digitalne certifikate, ustvarjene z openssl protokolom [39]. 
Datoteka za upravljanje z uporabniškimi imeni in gesli se vzdržuje z naslednjimi 
kombinacijami ukazov: 
• mosquitto_passwd [ -c | -D ] passwordfile username; 
• mosquitto_passwd  -b passwordfile username password; 
• mosquitto_passwd -U  passwordfile; 
pri čemer mosquitto_passwd predstavlja glavni ukaz, passwordfile datoteko za 
spremembo, username uporabniško ime za dodajanje, posodabljanje ali brisanje 
odjemalcev ter password geslo za uporabo v paketnem načinu. Opcije za glavnim 
ukazom imajo naslednji pomen: 
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• -c: ustvari novo datoteko za upravljanje uporabniških imen in gesel. Če 
datoteka že obstaja, bo ta prepisana. Če je podano uporabniško ime, se poleg 
datoteke ustvari tudi nov uporabnik; 
• -D: izbriši določenega uporabnika iz podane datoteke; 
• -b: paketni način (angl. batch mode) delovanja. Omogoča vnos gesla v ukazni 
vrstici, kar je lahko priročno, vendar ga je treba uporabljati previdno, zato ker 
je neposredno vidno v ukazni vrstici in zgodovini ukazov; 
• -U: nadgradi ali pretvori obstoječo datoteko z navadnim besedilom v drugo 
datoteko z uporabo zgoščenih gesel. Pri uporabi je treba biti previden, ker ukaz 
ne zazna, ali so gesla v datoteki že zgoščena. Torej, ko so gesla že zgoščena in 
se ukaz ponovno izvede, se ustvari nova datoteka z zgoščenimi gesli na podlagi 
starih zgoščenih gesel, kar pomeni, da bo ta postala neuporabna. 
Vse datoteke in certifikati so po privzetju na lokaciji, kjer je orodje instalirano. 
V tem poskusu smo uporabljali tri certifikate: eden strežniški za posrednika in dva 
odjemalska za vsakega odjemalca posebej ter dve uporabniški imeni v datoteki za 
upravljanje z uporabniki. Orodje poleg ukazov za nastavitve delovanja posrednika 
podpira tudi sistemske ukaze, ki dajejo raznovrstne koristne informacije o povezanih 
odjemalcih, sporočilih, temah in mostovih. 
Odjemalci. 
Po ustrezni namestitvi MQTT-posrednika smo se lotili nastavljanja MQTT-
odjemalcev. Najprej smo ustvarili datoteko v JSON [40] obliki, ki služi za branje 
konfiguracije pri povezovanju odjemalcev s posrednikom prek protokola MQTT in 
Wi-Fi dostopno točko. Struktura datoteke je predstavljena v tabeli 3.1. 
 
Ime polja Pomen polja 
host ime ali IP-naslov gostitelja 
port vrata, kjer gostitelj posluša 
username uporabniško ime odjemalca 
password geslo odjemalca 
topicRemote tema za objavo in sprejem sporočil daljinskega 
upravljalnika 
topicDistance tema za objavo in sprejem sporočil senzorja 
bližine 
fingerprint odtis certifikata odjemalca 
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certificatePath pot do certifikata odjemalca 
ssid ime Wi-Fi dostopne točke 
ssidPassword geslo Wi-Fi dostopne točke 
Tabela 3.1:  Struktura konfiguracijske datoteke za branje nastavitev za povezavo MQTT-odjemalcev v 
sistemu 
Glede na strukturo datoteke lahko sklepamo, da mora imeti vsak odjemalec svojo 
lastno konfiguracijsko datoteko, saj uporablja različne podatke za preverjanje 
pristnosti. Obvezna polja pri povezovanju odjemalca s posrednikom so torej: host, 
port, username in password. Ostala polja so opcijska in se uporabljajo glede na 
zahteve, naloge in programske izvedbe odjemalca. 
Za uspešno nastavitev MQTT Python odjemalca smo najprej kreirali 
konfiguracijsko datoteko z obveznimi polji. Za ustvarjanje povezave s posrednikom 
smo uporabili knjižnico Paho MQTT [41], ki za uporabo certifikatov zahteva dodatno 
opcijsko polje certificatePath. Branje konfiguracijske datoteke je izvedeno z vgrajeno 
knjižnico za branje datotek v obliki JSON, s katero ustrezne vrednosti shranimo v 
lokalne spremenljivke. Nato se odjemalec poskuša povezati s posrednikom in obvesti 
uporabnika o uspešni ali neuspešni povezavi. Znano je, da odjemalec skrbi za sprejem 
in obdelavo sporočil od posrednika. Za ta namen smo v konfiguracijski datoteki dodali 
tudi dodatno polje topicRemote in s prebrano vrednostjo naročili odjemalca na 
ustrezno temo. Za shranjevanje prispelih sporočil smo ustvarili posebno datoteko, ki 
je podrobneje razložena v razdelku 3.1.4. 
Za začetek poskusa manjkajo samo še nastavitve MQTT Arduino odjemalca. 
Največja pomanjkljivost mikrokrmilnika NodeMCU je to, da ne more neposredno 
dostopati do fizičnega pomnilnika računalnika. Zaradi tega je treba konfiguracijsko 
datoteko najprej naložiti v pomnilnik mikrokrmilnika. To smo naredili s pomočjo 
ogrodja Sketch [42] v programskem razvojnem okolju Arduino IDE. Pomembno je 
vedeti, da je pomnilnik mikrokrmilnika v mapi “data”. V tej mapi smo ustvarili 
konfiguracijsko datoteko z obveznimi polji in dodatnim poljem fingerprint, ki je 
potrebno za nastavljanje in potrjevanje certifikata odjemalca. Prav tako za povezavo z 
Wi-Fi dostopno točko datoteka vsebuje dodatni polji ssid in ssidPassword. Po 
uspešnem nalaganju konfiguracijske datoteke se lahko začne branje s pomočjo SPIFFS 
[43] knjižnice, ki podatkovni sistem predstavi v mapah in datotekah kot pri običajnih 
sistemih. Modul ob zagonu najprej preveri, ali je datotečni sistem nameščen. Če je, 
poskuša najti konfiguracijsko datoteko in jo ob obstoju odpreti za branje. Branje 
poteka s pomočjo JSON-knjižnice, ki vrednosti iz datoteke preslika v lokalne 
spremenljivke. Ob neuspešnem branju katerekoli nastavitve modul sporoči uporabniku 
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napako in onemogoči nadaljnje izvajanje programa. Po uspešnem branju 
konfiguracijske datoteke poskušamo vzpostaviti povezavo Wi-Fi, ki predstavlja prvi 
pogoj za povezovanje odjemalca s posrednikom prek protokola MQTT. Najprej 
nastavimo odjemalec v načinu delovanja postaje (angl. station) in se poskušamo 
povezati z dostopno točko (angl. access point) našega Wi-Fi omrežja. Odjemalec se 
poskuša ob neuspešni vzpostavitvi povezave ponovno povezati vsake pol sekunde. 
Kadar je povezava uspešno vzpostavljena, pridobi IP-naslov in odjemalec je 
pripravljen za vzpostavljanje povezave s posrednikom. Iz arhitekture modulov je 
znano, da MQTT Arduino odjemalec skrbi za sprejem signalov od senzorjev. V tem 
poskusu sta na mikrokrmilnik NodeMCU povezana senzor za sprejem IR-signalov, ki 
mu nastavimo priključno sponko, kjer bo poslušal signale, in senzor za oddajo IR-
signalov, ki mu nastavimo priključno sponko, kamor bo oddajal signale. Po ustrezni 
nastavitvi se senzorja programsko poženeta in sta dokončno pripravljena za IR-
komunikacijo. Zadnja nastavitev odjemalca je vzpostavljanje povezave s 
posrednikom. S pomočjo lokalnih spremenljivk z vrednostmi, prebranimi iz 
konfiguracijske datoteke, in knjižnice PubSubClient [44] se odjemalec poskuša 
povezati s posrednikom. Če povezava ni uspešna, se odjemalec vsakih 5 sekund 
poskuša ponovno povezati. Ko je povezava uspešno vzpostavljena, so vsi gradniki 
sistema popolnoma pripravljeni za izvedbo poskusa in ustreznih meritev. 
3.1.3  Shema in potek poskusa 
Po uspešni nastavitvi vseh gradnikov je poskus pripravljen za izvajanje meritev. 
Zaradi lažjega razumevanja naloge smo na sliki 3.3 podali tudi shemo sistema, kjer so 
poleg označitve gradnikov prikazani tudi koraki poteka meritve ob interakciji z 
uporabnikom. 
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Slika 3.3:  Shema in koraki poteka meritve prvega poskusa 
Ko uporabnik vstopi v sobo, je sistem vzpostavljen in se lahko začne izvajanje 
poskusa. V prvem koraku meritve uporabnik ob pritisku gumba na daljinskem 
upravljalniku ustvari IR-signal, ki ga naš sistem pričakuje. Signal je sprejet prek 
senzorja za sprejem IR-signalov, ki se s pomočjo MQTT Arduino odjemalca posreduje 
televiziji prek senzorja za oddajo IR-signalov. Ta drugi korak je uspešno zaključen, ko 
se na televiziji opazi ustrezna sprememba. V tretjem koraku nato MQTT Arduino 
odjemalec obdela sprejeti signal v ustrezni obliki in ga kot sporočilo objavi v temo z 
imenom topicRemote. V zadnjem, četrtem koraku posrednik posreduje sporočilo 
naročenemu MQTT Python odjemalcu, ki poskrbi za shranjevanje podatkov v ustrezni 
datoteki na trdem disku računalnika. Celoten proces meritve (pošiljanja podatkov) se 
ponovi tolikokrat, kolikor uporabnik pritisne gumbe na daljinskem upravljalniku. 
3.1.4  Shranjevanje izmerjenih podatkov 
Podatki za vsak poskus smo shranjevali na trdem disku v datoteki z vejico 
ločenimi vrednostmi (angl. comma-separated values, CSV) [45]. Ime datoteke je v 
obliki YYYY-MM-DD-hh-mm-ss_Remote, kjer je YYYY leto, MM mesec, DD dan, hh 
ura, mm minuta in ss sekunda, ko je bila datoteka ustvarjena. Ustvari jo MQTT Python 
odjemalec, tik (nekaj sekund) pred začetkom poskusa. Primer imena datoteke je 2019-
07-15-12-20-28_Remote.csv, njena delna vsebina pa je prikazana v tabeli 3.2. 
Datoteka je sestavljena iz toliko vrstic, kolikor meritev oziroma pritiskov 
gumbov se izvede med poskusom. Vsaka vrstica predstavlja pritisk gumba na 
daljinskem upravljalniku in je zgrajena iz treh podatkov. Kot prvi podatek je zapisan 
strežniški čas z natančnostjo v milisekundah s tremi decimalnimi mesti, pridobljen iz 
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MQTT Python odjemalca. Ta čas se pridobi iz vgrajene Pythonove knjižnice datetime 
[46] v trenutku, ko odjemalec prejme sporočilo iz posrednika. Sprejeto sporočilo je 
sestavljeno iz senzorskega časa, pridobljenega iz MQTT Arduino odjemalca, ter kode 
pritiska gumba. Ker mikrokrmilnik NodeMCU ne more dostopati do virov 
računalnika, odjemalec pridobi čas iz spletnega strežnika NTP s pomočjo knjižnice 
NTPClient [47] v trenutku pošiljanja sporočila posredniku. V vsaki vrstici je senzorski 
čas shranjen kot drugi podatek, njegova natančnost pa je v sekundah. Kot tretji podatek 
se v datoteki zapiše koda pritisnjenega gumba daljinskega upravljalnika v 
heksadecimalni obliki. 
 
Strežniški čas Senzorski čas Heksadecimalna koda 
12:20:31,322 12:20:31 0xE0E040BF 
12:20:35,008 12:20:35 0xE0E0807F 
12:20:37,611 12:20:37 0xE0E046B9 
⋮ ⋮ ⋮ 
12:21:43,114 12:21:43 0xE0E0A659 
12:21:44,516 12:21:44 0xE0E016E9 
12:21:45,956 12:21:45 0xE0E040BF 
Tabela 3.2:  Delna vsebina datoteke prvega poskusa 
Interpretacija in komentarji k navedenim rezultatom poskusa so podani v 
podpoglavju 4.1. 
3.2  Drugi poskus: delovanje senzorja bližine in ocenjevanje točnosti 
in natančnosti časovnih žigov 
Glavni namen drugega poskusa je potrditev delovanja senzorja bližine na kratkih 
razdaljah ter ocenjevanje točnosti in natančnosti časovnih žigov različnih naprav. 
Izveden je na naslednji način: uporabnik vstopi v sobo, se postavi za mizo, vzame papir 
v roko in ga premika vzdolž ravnila na mizi, medtem ko naš sistem spremlja meritve. 
Sistem smo zasnovali tako, da se senzor bližine hkrati obnaša kot izvor in ponor 
informacij. Tloris poskusa in sprehod uporabnika sta prikazana na spodnji sliki 3.4. 
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Slika 3.4:  Tloris drugega poskusa 
3.2.1  Ocenjevanje časovnih žigov 
Za ocenjevanje napak smo meritve primerjali s pravimi vrednostmi. Pri tem 
obravnavamo dva tipa napak: sistematično napako in naključno napako. Na splošno 
velja: meritev je bolj točna, če ima manjšo sistematično napako in bolj natančna, če je 
naključna napaka majhna. 
Točnost (angl. Accuracy) časovnih žigov ocenjujemo s časovnim tresenjem 
(angl. jitter time), ki v telekomunikacijah opisuje odstopanje od pravih vrednosti 
domnevno periodičnih časov. Predstavlja pomemben, zelo zapleten in običajno 
nezaželen pojav pri oblikovanju skoraj vseh komunikacijskih povezav. V vsaki 
aplikaciji oziroma omrežju lahko kakovost uporabljenih časovnih signalov močno 
vpliva na delovanje in zanesljivost sistema [49]. 
Pri izvajanju meritev za ocenjevanje odstopanja meritve od prave mere določata 
absolutna in relativna napaka. Absolutna napaka (angl. Absolute error) [50] je napaka 
merjenja, ki predstavlja absolutno razliko med izmerjeno ali izpeljano vrednostjo 
količine 𝑥0 in njeno pravo vrednostjo 𝑥 (ker prave vrednosti ni mogoče določiti, se v 
praksi uporablja dogovorjena prava oziroma referenčna vrednost). Podana je z: 
 𝛥𝑥 =  |𝑥0 − 𝑥| (3.1) 
V primerih, ko je na voljo več meritev oziroma podatkov, merimo povprečno 
absolutno napako (angl. mean absolute error) [51], ki predstavlja povprečje vseh 
absolutnih napak zbranih podatkov: 
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Z absolutno napako povemo odklon vrednosti merjene fizikalne količine. Ta 
odklon je zagotovo pomembnejši, če je vrednost merjene količine manjša. Na primer 
med merjenjem razdalj med mestoma, ki sta nekaj kilometrov narazen, je napaka nekaj 
centimetrov zanemarljiva in nepomembna. V drugem primeru pa je pri merjenju 
majhnih delov nekega stroja napaka nekaj centimetrov ključnega pomena. Obe napaki 
sta torej v velikosti centimetrov, vendar je druga napaka usodnejša od prve. Zato ni 
pomembna le absolutna napaka 𝛥𝑥, ampak tudi njeno razmerje s pravo vrednostjo 𝑥. 
To razmerje se imenuje relativna napaka (angl. relative error) [50] in predstavlja 









Relativna napaka je brez dimenzijsko število in se običajno izraža v odstotkih. 
V primerih več izvedenih meritev se izračuna povprečna relativna napaka (angl. mean 
relative error) [52] kot aritmetična sredina relativnih napak posameznih meritev: 








Natančnost (angl. Precision) kot mera opisuje ujemanje med izmerjenimi 
vrednostmi, dobljenimi s ponovitvami meritev pod specificiranimi pogoji in se izraža 
številčno z merjenjem nenatančnosti, in sicer kot standardni odklon, varianca ali 
koeficient variance [53]. 
Standardni odklon ali standardna deviacija (angl. standard deviation) je ena 
izmed najpogosteje uporabljenih mer variabilnosti, ki prikazuje količino odstopanja 
od aritmetične sredine nabora. Definiran je kot kvadratni koren variance: 






Varianca (angl. Variance) pa je povprečje kvadriranih odklonov posameznih 
vrednosti od aritmetične sredine, predstavljena z enačbo: 






Aritmetična sredina (angl. Arithmetic mean) predstavlja najpogostejše merilo 
centralne tendence in je enaka vsoti vseh vrednosti v naboru, deljeni s skupnim 
številom vrednosti: 
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Pri ocenjevanju natančnosti nizek standardni odklon kaže, da so vrednosti blizu 
aritmetične sredine nabora, medtem ko visok standardni odklon kaže, da so vrednosti 
razporejene v širšem območju. 
3.2.2  Arhitektura poskusa in opis gradnikov 
S pomočjo našega sistema smo spremljali izvedene meritve senzorja bližine in 
potrjevali njegovo delovanje. Na sliki 3.5 je predstavljena arhitektura drugega 
poskusa, obogatena z opisi uporabljenih gradnikov. 
 
Slika 3.5:  Arhitektura s pripadajočimi (uporabljenimi) gradniki drugega poskusa 
Prav tako kot prvi poskus smo tudi arhitekturo drugega razdelili na module glede 
na naloge uporabljenih gradnikov. 
Modul jedra sestavljata MQTT-posrednika, ki gostuje v lokalni domeni, in 
prehodnega vmesnika, ki je v izvedbi mikrokrmilnika NodeMCU. 
Modul odjemalcev je tako pri prvem kot tudi v tem poskusu sestavljen iz dveh 
gradnikov, in sicer MQTT Arduino odjemalec ter MQTT Python odjemalec. 
Modul senzorskih naprav je v tem poskusu sestavljen le iz enega gradnika. Ta 
je v izvedbi senzorja bližine (glejte razdelek 2.3.5), ki skrbi za merjenje razdalje ter 
hkrati predstavlja izvor in ponor informacij sistema. 
Modul končnih naprav je sestavljen iz treh uporabniških aplikacij ter 
pripomočkov, potrebnih za izvedbo poskusa. Prvi pripomoček je papir, ki smo ga 
uporabljali kot oviro pri potrjevanju delovanja senzorja bližine. Drugi pripomoček je 
ravnilo, postavljeno na mizi, ki služi za spremljanje resničnih vrednosti razdalje med 
izvajanjem meritev. 
3.2.3  Nastavljanje gradnikov 
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Vse nastavitve v drugem poskusu smo nastavili na isti način, kot je opisano v 
razdelku 3.1.2. Pomembno je vedeti, da MQTT-posrednik gostuje z istim lokalnim IP-
naslovom ter odjemalce uporabljajo že obstoječe uporabnike s pripadajočimi 
digitalnimi certifikati. Edina razlika pri nastavitvah MQTT Python odjemalca je ta, da 
je naročen na sporočila v temo z vrednostjo polja topicDistance iz njegove 
konfiguracijske datoteke. V tem poskusu je na mikrokrmilnik NodeMCU povezan le 
senzor bližine, ki mu prek MQTT Arduino odjemalca nastavimo priključni sponki, 
kamor bo oddajal ter sprejemal signale. 
3.2.4  Shema in potek poskusa 
Po ustrezni nastavitvi gradnikov smo na mizo prilepili ravnilo, s čimer smo 
omogočili spremljanje prave vrednosti razdalje. Vsaka meritev je bila izvedena v treh 
korakih. Prvi korak je zasnovan tako, da nadzornik poskusa oviro premika vzdolž 
ravnila, medtem ko senzor v določenem trenutku ustvari signal. Pri sprejemu odbitega 
signala od ovire se izvede drugi korak meritve, ko MQTT Arduino odjemalec signal 
obdela, izračuna razdaljo in skupaj s časovnim žigom kot skupno sporočilo objavi v 
temo z imenom topicDistance. V tretjem, zadnjem koraku MQTT-posrednik posreduje 
sporočilo naročenemu MQTT Python odjemalcu, ki poskrbi za shranjevanje podatkov 
v ustrezni datoteki na trdem disku in s tem je ena meritev uspešno izvedena. Za 
potrditev delovanja naprave in podajanje ocene časovnih žigov naprav smo morali 
izvesti več meritev. Pri testiranju smo ugotovili, da ciklično obdobje (glejte sliko 2.19) 
izvajanja ene meritve traja približno 50 ms. Ker za potrditev delovanja nismo 
potrebovali časovno pogoste meritve, smo vsaki meritvi dodali zamudo 90 ms. Novo 
ciklično obdobje ene meritve torej traja približno 140 ms, kar je tudi v mejah 
priporočljivega trajanja od najmanj 60 ms. V celotnem poskusu smo izvedeli 100 
meritev, kar pomeni, da je celoten poskus trajal približno 14 sekund. 
Poskus je na prvi pogled videti preprost in enostaven, vendar po pregledu in 
upoštevanju tehničnih lastnosti vseh gradnikov lahko sklepamo, da je težavnost 
izvedbe bolj zapletena, kar od nadzornika zahteva zelo visoko natančnost. Znano je, 
da senzor bližine meri razdaljo med 2 cm in 450 cm z merilnim kotom do 15°. Zaradi 
tega smo izbrali ravno oviro v obliki papirja, dimenzije 10 cm x 10 cm, s čimer smo 
izpolnili tehnične pogoje za uspešne meritve. Celoten poskus je bil izveden na način, 
da smo oviro premikali v dveh korakih na treh točkah. Prvi korak premikanja se začne 
z oddaljevanjem ovire od začetne točke, ki je na oddaljenosti 5 cm od senzorja, do 
vmesne točke, ki je na oddaljenosti 20 cm od senzorja. Kadar se vmesna točka doseže, 
se začne drugi korak ter se premikanje ponovi v obratni smeri s približevanjem ovire 
od vmesne do končne oziroma začetne točke. 
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Slika 3.6:  Shema in koraki poteka meritve drugega poskusa 
3.2.5  Shranjevanje izmerjenih podatkov 
Meritve vsakega poskusa smo shranjevali v ločeni datoteki na trdem disku 
računalnika. Datoteka je s končnico csv in imenom v obliki YYYY-MM-DD-hh-mm-
ss_Distance, kjer je YYYY leto, MM mesec, DD dan, hh ura, mm minuta in ss 
sekunda, ko je bila datoteka ustvarjena. Ustvari jo MQTT Python odjemalec, tik (nekaj 
sekund) pred začetkom poskusa. Primer imena datoteke je 2019-07-29-15-51-
01_Distance.csv, njena delna vsebina pa je prikazana v tabeli 3.3. 
V tem poskusu smo izvedeli 100 meritev, posledično je datoteka sestavljena iz 
natanko 100 vrstic. Vsaka vrstica predstavlja eno meritev in vsebuje štiri podatke. Prvi 
podatek opisuje strežniški čas, ki predstavlja čas v trenutku sprejema sporočila na 
strani MQTT Python odjemalca, poslanega od MQTT-posrednika. Natančnost 
strežniškega časa je v milisekundah, kjer so milisekunde zapisane s tremi decimalnimi 
mesti. Kot drugi podatek se zapiše senzorski čas, ki predstavlja čas v trenutku 
pošiljanja sporočila MQTT-posredniku s strani MQTT Arduino odjemalca. Pridobi se 
iz spletnega strežnika NTP, ki ima le sekundno natančnost. Zaradi tega se v sporočilu 
pošlje tudi odmik (angl. offset), ki se v vsaki vrstici shrani kot tretji podatek. Odmik 
je izražen v milisekundah in predstavlja dejanski odmik časa od zagona programa na 
mikrokrmilniku, kar nam pomaga pri dodatni obdelavi časovnih žigov senzorske 
naprave z natančnostjo v milisekundah s tremi decimalnimi mesti. Podatek o izmerjeni 
razdalji v objavljenem sporočilu je zapisan kot številka v centimetrih z dvema 
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decimalnima mestoma, ki se ob sprejemu sporočila prebere in shrani v datoteki na 
četrtem, zadnjem mestu. 
 
Strežniški čas Senzorski čas Odmik Razdalja 
15:51:04,573 15:51:04 1774 5,30 
15:51:04,713 15:51:04 1917 5,61 
15:51:04,853 15:51:04 2057 5,78 
⋮ ⋮ ⋮ ⋮ 
15:51:18,393 15:51:18 15598 5,61 
15:51:18,533 15:51:18 15738 5,37 
15:51:18,675 15:51:18 15877 5,18 
Tabela 3.3:  Delna vsebina datoteke drugega poskusa 
Interpretacija in komentarji k navedenim rezultatom poskusa so podani v 
podpoglavju 4.2. 
3.3  Tretji poskus: beleženje dogodkov in časovnih žigov 
Tretji poskus predstavlja kombinacijo združitve prvih dveh poskusov in je zaradi 
kompleksnosti izvedbe najzahtevnejši poskus izmed vseh. Eden izmed glavnih ciljev 
poskusa je vzpostaviti sistem, ki bo spremljal uporabniške dogodke daljinskega 
upravljalnika med predvajanjem multimedijskih vsebin na televiziji. Drugi cilj je prav 
tako zelo pomemben in se ukvarja z reševanjem problema sinhronizacije časovnih 
žigov med različnimi priključenimi napravami. Poskus je izveden na naslednji način: 
uporabnik prejme seznam poteka pritiskov gumbov daljinskega upravljalnika in 
navodila za sprehod ter vstopi v sobo. Nato se usede na kavč, vzame daljinski 
upravljalnik v roko in začne s pritiskanjem gumbov in gledanjem multimedijskih 
vsebin. Ob koncu interakcije vstane iz kavča in se sprehodi do televizijskega 
sprejemnika. Tam se ne ustavi, ampak gre spet nazaj do kavča. Ko prispe do kavča, 
televizijo ugasne in gre iz sobe. Tloris in dogovorjen sprehod uporabnika poskusa sta 
predstavljena na sliki 3.7. Sistem je zasnovan tako, da med izvajanjem poskusa 
nenehno spremlja dogodke in izvaja meritve, ki jih predstavimo v nadaljevanju naloge. 
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Slika 3.7:  Tloris tretjega poskusa 
3.3.1  Arhitektura poskusa in opis gradnikov 
Arhitektura tretjega poskusa je kompleksnejša ter zasnovana in izpeljana na 
osnovi prejšnjih dveh. 
 
Slika 3.8:  Arhitektura s pripadajočimi (uporabljenimi) gradniki tretjega poskusa 
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Na sliki 3.8 lahko opazimo, da predlagani sistem deluje kot ena enota, vendar ga 
lahko razdelimo tudi po skupinah. Vsaka skupina prek svojega prehodnega vmesnika 
komunicira s posrednikom, ki skupaj z obema vmesnikoma zastopa modula jedra. 
Posrednik je v klasični izvedbi strežnika, in sicer v izvedbi MQTT-posrednika, ki 
gostuje v lokalni domeni, medtem ko oba prehodna vmesnika temeljita na 
mikrokrmilniku NodeMCU. Razlog, zakaj ne priključimo senzorja bližine na 
mikrokrmilnik, kjer so priključeni ostali senzorji, je ta, da za priklop naprav 
uporabljamo srednjo prototipno ploščo, ki nima dovolj prostora. 
Ker imamo v sistemu dva prehodna vmesnika, je očitna uporaba MQTT Arduino 
odjemalca za vsakega posebej. Oba gradnika, skupaj z edinim MQTT Python 
odjemalcem sestavljata drugi najpomembnejši modul celotnega sistema – modul 
odjemalcev. 
V spodnji skupini na mikrokrmilniku (glejte sliko 3.8) imamo priključeni dve 
senzorski napravi. Prva skrbi za sprejem IR-signalov od daljinskega upravljalnika, 
druga pa za pošiljanje sprejetih IR-signalov proti televizijskemu sprejemniku. Skupaj 
s senzorjem bližine, priključenim na mikrokrmilniku v zgornji skupini, ki meri 
razdaljo od naprave do ovire, tvorita modul senzorskih naprav. 
Zunanji napravi, ki ju uporabljamo v spodnji skupini, se obnašata kot začetna in 
končna točka sistema. To sta daljinski upravljalnik in televizijski sprejemnik. Za lažjo 
izvedbo in spremljanje meritev poskusa v zgornji skupini uporabljamo pripomočke, 
kot so papir, ravnilo, štoparica in škatle za postavitev ustrezne višine senzorja. Naprave 
in pripomočke iz obeh skupin, skupaj s štirimi uporabniškimi aplikacijami, sestavlja 
modul končnih naprav. 
3.3.2  Nastavljanje gradnikov 
Nastavljanje celotnega sistema je zaradi večje dinamike pomembno, zato mora 
biti izvajalcu omogočeno upravljanje sistema kot celote in ne le posamezne naprave. 
Da pa bi sistem in njegove storitve začeli normalno funkcionirati, mora po drugi strani 
uporabnik vsak gradnik ustrezno posebej nastaviti. Nastavljanje običajno poteka ročno 
ali s pomočjo skript z uporabo ukazne vrstice. Postopek nastavitve vsakega gradnika 
smo izvedeli na način, opisan v razdelku 3.1.2. 
Tako kot pri ostalih poskusih tudi v tem poskusu MQTT-posrednika gostuje v 
lokalni domeni. Ker imamo v sistemu dodatnega MQTT Arduino odjemalca, smo v 
datoteki za upravljanje z uporabniki in gesli ustvarili še eno uporabniško ime s 
pripadajočim geslom. Prav tako smo ustvarili ustrezen digitalni certifikat za tega 
odjemalca, ki upravlja mikrokrmilnik, na katerem je povezan senzor bližine. Zaradi 
tega ustrezno nastavimo priključni sponki za oddajanje in sprejemanje signalov ter v 
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konfiguracijski datoteki uporabimo dodatno opcijsko polje topicDistance. Drugi 
MQTT Arduino odjemalec upravlja drug mikrokrmilnik, na katerem sta priključena 
IR-senzorja, ki jima nastavimo ustrezni priključni sponki za oddajo in sprejem IR-
signalov. Odjemalec sporoča podatke v temo z vrednostjo iz opcijskega polja 
topicRemote njegove konfiguracijske datoteke. Pri nastavljanju MQTT Python 
odjemalca je poleg opcijskega polja certificatePath treba nastaviti tudi opcijski polji 
topicRemote in topicDistance, kamor bo odjemalec naročen za prejemanje sporočil. 
3.3.3  Shema in potek poskusa 
Tehnično gledano je tretji poskus izveden kot neodvisna kombinacija prejšnjih 
dveh poskusov. Zaradi kompleksnosti izvedbe so meritve izvedene na drugačen način 
in podrobnosti opisujemo v nadaljevanju tega dela. 
 
Slika 3.9:  Shema in koraki poteka meritve tretjega poskusa 
Na shemi, prikazani na sliki 3.9, opazimo, da je poskus razdeljen na dva dela. 
Prvi del opisuje potek merjenja razdalje s pomočjo senzorja bližine in je označen s 
črko A zraven vsakega koraka. Meritev se začne, ko senzor bližine ustvari signal in 
kasneje sprejme isti signal, odbit od nekatere ovire. Ovira je vsakič različna in odvisna 
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od tega, v katerem koraku je trenutno poskus. V drugem koraku meritve MQTT 
Arduino odjemalec sprejeti signal obdela in ga skupaj s časovnim žigom kot sporočilo 
objavi v temo z imenom topicDistance. Nato v tretjem in zadnjem koraku meritve 
MQTT-posrednik posreduje sporočilo naročenemu MQTT Python odjemalcu, ki 
poskrbi za shranjevanje podatkov v ustrezni datoteki na trdem disku. Drugi del, ki mu 
lahko rečemo tudi skupina B, je namenjen spremljanju uporabniških dogodkov. 
Meritev se začne s pritiskom gumba na daljinskem upravljalniku, ko ta ustvari IR-
signal. Signal je sprejet prek prvega priključenega senzorja na mikrokrmilniku 
NodeMCU ter je v drugem koraku meritve posredovan televizijskemu sprejemniku 
prek drugega senzorja. V tretjem koraku meritve MQTT Arduino odjemalec sprejeti 
signal obdela in skupaj s časovnim žigom sporočilo objavi v temo z imenom 
topicRemote. Meritev se konča, ko posrednik posreduje sporočilo MQTT Python 
odjemalcu, ki poskrbi za shranjevanje podatkov v ustrezni datoteki na trdem disku. 
Preden smo začeli izvajanje poskusa, smo preverili tehnične lastnosti in omejitve 
naprav. Najbolj problematična naprava je senzor za merjenje razdalje. Največja 
nevarnost pri tem senzorju je merilni kot 15°. Če pogledamo sliko 3.7, lahko sklepamo, 
da preden se začne prvi korak poskusa, bo senzor bližine kot oviro, do katere meri 
razdaljo, zaznal kavč. Zaradi tega, da ne prihaja do izgubljanja signalov, smo nastavili 
senzor bližine na višino 80 cm od tal, s čimer se bo kot ovira uporabljalo le hrbtišče 
kavča. Postavitev senzorja ima vpliv tudi na drugi korak poskusa, ko se uporabnik 
usede na kavč in pritiska gumbe na daljinskem upravljalniku. V tem primeru se kot 
ovira za odbijanje signalov uporablja zgornji del telesa uporabnika. Če ne postavimo 
senzorja na ustrezno višino, bi se signali odbijali tudi od spodnjega dela telesa (noge, 
kolena) in posledično imeli veliko izgubo ustvarjenih signalov. Tako senzor bližine 
kot tudi IR-senzorji imajo omejen domet signala. Zaradi tega smo televizijski 
sprejemnik postavili na razdalji 120 cm od kavča. Sedišče kavča ima globino 60 cm, 
kar pomeni, da razdalja med televizijskim sprejemnikom in hrbtiščem kavča znaša 180 
cm. Pri testiranju delovanja senzorja na kratkih razdaljah v drugem poskusu smo 
ugotovili, da ciklično obdobje izvajanja ene meritve traja približno 50 ms. Pri tem 
poskusu se večina meritev izvede na daljši razdalji in zaradi tega imamo daljše ciklično 
obdobje. Takšni rezultati so pričakovani, saj signal potuje več časa do ovire in nazaj. 
Po izvedenih meritvah lahko sklepamo, da ciklično obdobje tretjega poskusa traja 
približno 160 ms, ki jih dobimo kot seštevek cikličnega območja ene meritve približno 
70 ms in dodane zamude 90 ms, ki je namerno dodana vsaki meritvi zato, ker ne 
potrebujemo časovno pogoste meritve. Pomembno je vedeti, da je senzor za merjenje 
razdalj zraven televizijskega sprejemnika. Pred začetkom poskusa smo na tla nalepili 
tudi ravnilo, ki predstavlja zelo koristen pripomoček pri spremljanju trenutne razdalje 
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merjenca. To pride prav v tretjem koraku poskusa, ko se uporabnik sprehodi od kavča 
do televizijskega sprejemnika in nazaj. Pri četrtem koraku poskusa stoji uporabnik 2 
sekundi pred kavčem, od katerega je oddaljen 10 cm, nato ugasne televizijski 
sprejemnik in gre iz sobe, s čimer se poskus uspešno zaključi. Časovno gledano 
potrebujemo za izvedbo poskusa približno 100 sekund, vendar se lahko zaradi 
različnih zakasnitev in narejenih napak uporabnika poskus podaljša ali skrajša od 5 do 
10 sekund. V idealnem primeru se izvede med 600 in 650 meritev, pri podaljšanju ali 
skrajšanju pa odvisno od nastalih napak, vendar ne manj kot 550 in ne več kot 700 
meritev. 
3.3.4  Shranjevanje izmerjenih podatkov 
Za shranjevanje izmerjenih podatkov skrbi MQTT Python odjemalec, ki je v tem 
poskusu naročen na dve temi in posledično shranjuje podatke v dveh ločenih datotekah 
na trdem disku. Obe datoteki sta shranjeni s končnico csv in imenom YYYY-MM-DD-
hh-mm-ss_Distance/Remote, kjer je YYYY leto, MM mesec, DD dan, hh ura, mm 
minuta in ss sekunda, ko je bila vsaka datoteka ustvarjena. Za lažjo predstavo podamo 
tudi primera imen datotek: 2019-08-12-12-54-48_Distance.csv in 2019-08-12-12-54-
48_Remote.csv. 
Prva datoteka je namenjena shranjevanju podatkov o izmerjeni razdalji in 
časovnih žigih naprav. Glede na to, da poskus traja približno 100 sekund, je sestavljena 
iz približno 600 do 650 vrstic. Vsaka vrstica predstavlja eno meritev in je zgrajena iz 
štirih podatkov. Kot prvi podatek se zapiše strežniški čas, pridobljen iz MQTT Python 
odjemalca v trenutku prejemanja sporočila s teme z imenom topicDistance. Drugi 
podatek opisuje senzorski čas in predstavlja čas v trenutku izmerjene razdalje, 
pridobljen iz spletnega NTP-strežnika. Ta čas se pridobi na strani MQTT Arduino 
odjemalca in ima sekundno natančnost. Zaradi tega se kot tretji podatek v datoteki 
zapiše odmik, ki nam pomaga pri obdelavi ter ohranjanju milisekundne natančnosti 
senzorskega časa. Zadnji podatek v datoteki predstavlja izmerjeno razdaljo, izraženo 
v centimetrih z dvema decimalnima mestoma. 
Namen druge datoteke je shranjevanje časovnih žigov naprav ob pritisku gumba 
na daljinskem upravljalniku in je sestavljena iz toliko vrstic, kolikor gumbov pritisne 
uporabnik. Vsaka vrstica predstavlja en dogodek in je sestavljena iz treh podatkov. 
Prvi podatek opisuje strežniški čas z natančnostjo v milisekundah, ki se pridobi na 
strani MQTT Python odjemalca ob sprejemu sporočila s teme z imenom topicRemote. 
Kot drugi podatek se zapiše senzorski čas, pridobljen prek NTP-strežnika s pomočjo 
MQTT Arduino odjemalca, in sicer v trenutku objavljanja sporočila v temo. Zadnji 
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podatek datoteke predstavlja kodo pritisnjenega gumba daljinskega upravljalnika, 
zapisano v heksadecimalni obliki. 




4  Ovrednotenje rezultatov 
Pri izvajanju poskusov nas je zanimalo beleženje uporabniških dogodkov s 
časovnimi žigi in sinhronizacija časov različnih naprav. Ker nas je zanimala predvsem 
dobra kombinacija obojega, smo poleg analize celotnih rezultatov naprej dodatno 
analizirali tudi najboljše rezultate z najmanjšimi nastalimi napakami. Za prikaz 
rezultatov smo uporabljali uporabniške aplikacije, ki predstavljajo Python skripte na 
računalniku. Vsaka uporabniška aplikacija je uporabniku prijazna, kajti za risanje 
grafov in predstavitev rezultatov je treba kot vhodni parameter podati le ime datoteke. 
Da bi raziskali vplive variabilnosti rezultatov, smo za izvedbo poskusov povabili k 
sodelovanju 2 študenta in 2 člana laboratorija LUCAMI. V nadaljevanju poglavja 
bomo predstavili eksperimentalno ovrednotenje razvitega sistema in implementiranih 
poskusov s pomočjo uporabniških aplikacij za vsak poskus posebej. 
4.1  Prvi poskus: spremljanje dogodkov daljinskega upravljalnika 
Namen poskusa je ovrednotenje ustreznosti delovanja sistema v realnih pogojih 
pri meritvah časovnih žigov med predvajanjem multimedijskih vsebin na televiziji. V 
nadaljevanju bomo najprej prikazali tehnične lastnosti, potrebne za izvedbo poskusa, 
in končali s predstavitvijo najboljšega rezultata, ki ga nato primerjamo s slabšimi. 
Treba je omeniti, da moramo za uspešno izvedbo poskusa preučiti razpored gumbov 
daljinskega upravljalnika. V primeru, da izvajalec poskusa tega ne naredi, bomo imeli 
daljši odzivni čas ter slabše rezultate. Za lažjo predstavo podajamo uporabljeni 
daljinski upravljalnik (glejte sliko 2.20) in seznam imen možnih gumbov s pripadajočo 
funkcijo ter heksadecimalno kodo (glejte tabelo 4.1). 
 
Ime gumba Funkcija gumba Heksadecimalna koda 
Power vklop/izklop televizije 0xE0E040BF 
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Source izbira izvora predvajane 
vsebine 
0xE0E0807F 
Left premik v levo 0xE0E0A659 
Right premik v desno 0xE0E046B9 
Up premik navzgor 0xE0E006F9 
Down premik navzdol 0xE0E08679 
Enter potrditev vnosa 0xE0E016E9 
Volume + povečevanje glasnosti 0xE0E0E01F 
Volume - zmanjševanje glasnosti 0xE0E0D02F 
Tabela 4.1:  Seznam razpoložljivih gumbov 
Za doseg ciljev poskusa je zadostoval le en seznam poteka pritiskov gumbov 
daljinskega upravljalnika, ki je podan v tabeli 4.2. 
 
Ime sklopa (koraka) Zaporedje pritisnjenih 
gumbov 
Predvideni čas trajanja 
Vklop televizije in izbira 
izvora predvajane vsebine 
Power, Source, Right, Right, 
Enter 
10 sekund 
Povečevanje glasnosti in 
gledanje prve multimedijske 
vsebine 
Volume +, Volume +, Volume 
+, Volume + 
14 sekund 
Izbira druge multimedijske 
vsebine 
Enter, Up, Enter 3 sekunde 
Zmanjševanje glasnosti in 
gledanje druge multimedijske 
vsebine 
Volume -, Volume - 17 sekund 
Izbira tretje multimedijske 
vsebine 
Enter, Up, Up, Down, Enter 6 sekund 
Povečevanje in zmanjševanje 
glasnosti ter gledanje tretje 
multimedijske vsebine 
Volume +, Volume +, Volume 
-, Volume - 
18 sekund 
Vrnitev prvotnega izvora 
predvajane vsebine in izklop 
televizije 
Source, Left, Left, Enter, 
Power 
7 sekund 
  Skupaj 75 sekund 
Tabela 4.2:  Seznam korakov pri poteku poskusa 
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Z uporabniško aplikacijo potrdimo delovanje sistema z izrisanim grafom, kot je 
prikazano na sliki 4.1. Prikazani graf predstavlja najboljši rezultat izmed vseh 
izvedenih meritev, pri katerem so narejena najmanjša odstopanja predvidenega časa 
trajanja pri izvajanju korakov. Lahko sklepamo, da gre za enoosni graf (angl. one axis 
graph), na katerem vodoravna os predstavlja čas, izražen v sekundah. Pritisnjeni gumbi 
so razporejeni v skupinah, kjer vsaka skupina zastopa en gumb. Razporeditev skupin 
po višini ni naključna, ampak je prilagojena poteku poskusa, saj lahko opazimo, da se 
na začetku višina stopnjuje, proti koncu pa znižuje. Čas, ki ga prikazuje uporabniška 
aplikacija, je prikazan na vodoravni osi v sekundah v območju 0 do N sekund, kjer je 
0 čas prvega in N čas zadnjega pritiska gumbov. Čas je pridobljen iz strežniškega časa 
(glejte tabelo 3.2) in prikazan v predhodno opisani obliki, saj če bi na grafu prikazovali 
surov strežniški čas, bi bilo iz grafa nemogoče karkoli razumeti. Razlog, zakaj smo se 
odločili prikazati strežniški in ne senzorski čas, je ta, da je strežniški čas natančnejši, 
saj objavlja čas z natančnostjo v milisekundah, medtem ko ima senzorski čas le 
sekundne natančnosti. 
V tem primeru je treba omeniti, da je naključna zakasnitev časov, ki nastane pri 
prenosu prek omrežja Wi-Fi, obdelavi sprejetega signala v mikrokrmilniku NodeMCU 
ter procesiranju na strani MQTT-posrednika, zanemarljiva. 
 
Slika 4.1:  Najboljši rezultat pri meritvah prvega poskusa 
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Na zgornjem grafu, prikazanem na sliki 4.1, lahko opazimo, da so vsi koraki 
izvedeni v predvidenem času. Ne obstajajo ogromna odstopanja v primerjavi s tabelo 
4.2 in zato lahko temu grafu rečemo idealni graf oziroma idealno izvedena meritev. Za 
dosego želenega rezultata mora biti izvajalec poskusa zelo pozoren in natančen pri 
pritiskanju gumbov, kajti rahla sprememba v izvedbi lahko povzroči veliko odstopanje 
v končnem rezultatu. 
 
Slika 4.2:  Rezultat prehitrega pritiskanja gumbov pri meritvah prvega poskusa 
Rezultat, prikazan na sliki 4.2, prikazuje graf, ko je izvajalec meritve v določenih 
primerih gumbe pritiskal prehitro. Iz grafa lahko opazimo, da je to naredil že v prvem 
koraku pri pritiskanju gumba za izbiro izvora predvajane vsebine, kar je tudi razlog, 
zakaj so na grafu tri oranžne puščice v območju 0 do 5 sekund. Razlog, zakaj je 
uporabnik dvakrat pritisnil isti gumb, je lahko, da ni zaznal takojšnje spremembe na 
televiziji. Pomembno je omeniti, da to ni vzrok nedelovanja sistema, ampak visoka 
pričakovanja uporabnika, kajti takšne rahle zamude so pričakovane, saj gre prenos IR-
signalov posredno prek našega sistema. Navadno je odzivnost televizijskega 
sprejemnika pri neposrednem prenosu signalov približno 400 ms, v našem primeru pa 
znaša okoli 800 ms, kar je pri nekaterih uporabnikih povzročilo težave. Seveda smo 
pred izvajanjem poskusa vsakega uporabnika opozorili na rahlo zamudo, kajti glavni 
cilj naloge je bil potrditi delovanje izdelanega sistema. Če nadaljujemo z analizo 
izvedene meritve, opazimo, da je uporabnik po napaki oziroma dvojnem hitrem 
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pritiskanju še enkrat pritisnil gumb za izbiro vsebine in s premikanjem dvakrat v desno 
izbral želeni izvor ter potrdil vnos. S tem se je začela predvajati prva multimedijska 
vsebina, za katero smo testirali delovanje povečevanja glasnosti. Nato je sledila izbira 
druge multimedijske vsebine, ko je uporabnik naredil še eno prehitro pritiskanje ob 
premikanju navzgor. Takoj po napaki je posledično pritisnil tudi gumb za premik 
navzdol in izbral ciljno pravo multimedijsko vsebino, za katero smo testirali delovanje 
zniževanja glasnosti. Čas trajanja meritve do tega trenutka se v primerjavi z idealnim 
grafom razlikuje v 2 sekundah, kar lahko glede na storjene napake rečemo, da je dokaj 
neopazno. Vendar pa lahko potrdimo veliko razliko v naslednjem koraku pri izbiri 
tretje multimedijske vsebine. Glede na pretekle napake se je uporabnik odločil za 
daljše trajanje izbire, ker ni želel ponoviti iste napake. Izkazalo se je, da je za izbiro 
tretje multimedijske vsebine potreboval 12 sekund, kar je dvakrat več kot predvideno. 
Prav tako uporabnik pri gledanju tretje multimedijske vsebine, testiranju obeh gumbov 
za glasnost, vrnitvi prvotnega izvora predvajane vsebine ter pri izklopu televizije ni 
naredil nobenih napak in je oba koraka izvedel uspešno. V prvih 30 sekundah je torej 
uporabnik naredil dve napaki z vzrokom prehitrega pritiskanja gumbov. Zaradi tega v 
naslednjih 30 sekundah ni naredil niti ene napake pri pritiskanju gumbov, vendar je za 
izvedbo koraka Izbira tretje multimedijske vsebine uporabil dvojni čas, kot je bilo 
predvideno. Od vsega tega se je veliko naučil in zadnja dva koraka izvedel idealno, 
kar pomeni, da je skupni čas trajanja meritve znašal 83 sekund, namesto predvidenih 
75 sekund. 
Na spodnjem grafu (glejte sliko 4.3) izpostavljamo še eno meritev naključnega 
uporabnika, ki vključuje meritve z napačnim pritiskanjem gumbov. 
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Slika 4.3:  Rezultat napačnega pritiskanja gumbov pri meritvah prvega poskusa 
Iz narisanega grafa lahko opazimo, da je izvajalec meritve ustrezno sledil vsem 
navodilom in brez napak uspešno izvedel prve tri korake v območju 0 do 30 sekund. 
Najprej je vklopil televizijski sprejemnik, nato izbral ustrezni izvor predvajane vsebine 
in začel z gledanjem prve multimedijske vsebine ter testiral povečevanje glasnosti. 
Zatem je uspešno izbral drugo multimedijsko vsebino in ob gledanju začel napačno 
pritiskati gumbe. Namesto da bi testiral zniževanje glasnosti, je ponovno začel s 
pritiskanjem gumba za povečevanje glasnosti. Po pogovoru z uporabnikom je lahko 
razlog za storjeno napako, da mu je bila multimedijska vsebina zelo všeč. Po petnajstih 
sekundah gledanja se je spomnil, da je njegova glavna naloga meritve testirati 
delovanje sistema in je po navodilih dvakrat pritisnil gumb za zniževanje glasnosti. V 
tem trenutku je časovno gledano storjena napaka podaljšala trajanje meritve za 14 
sekund. Nato je uporabnik uspešno izvedel naslednji korak z izbiro tretje 
multimedijske vsebine in jo začel gledati. Pri tem koraku ni naredil napak pri 
pritiskanju gumbov, vendar je zaradi zanimivosti multimedijske vsebine tudi te gledal 
dlje časa in posledično povečal trajanje meritve za dodatnih 7 sekund. Zatem je naredil 
večjo napako in izklopil televizijo, namesto da bi najprej nastavil prvotni izvor 
predvajane vsebine. Ker se je zavedal storjene napake, je takoj spet vklopil televizijo. 
Po ponovnem vklopu je pri izvajanju zadnjega koraka naredil še eno napako, in sicer 
je, namesto da bi pritisnil gumb za premik dvakrat v levo, najprej pritisnil gumb za 
premik v desno, zatem pa trikrat gumb za premik v levo in ob uspešni potrditvi 
4.2  Drugi poskus: delovanje senzorja bližine in ocenjevanje točnosti in natančnosti časovnih žigov 77 
 
prvotnega izvora izklopil televizijski sprejemnik. Ob storjeni napaki so se skupnemu 
času trajanja meritve dodale še 4 sekunde, kar pomeni, da je bila meritev daljša za 25 
sekund v primerjavi z idealno meritvijo in je trajala 100 sekund, namesto predvidenih 
75 sekund. 
Vsaka izvedena meritev je v tem poskusu vedno uspela s primerljivimi rezultati. 
Ni bilo večjih odstopanj oziroma primerov, da delovanja izdelanega sistema ne bi bilo 
moč zaznati, vendar zaradi različnih vplivov uporabnikov meritve niso bile vedno 
idealno izvedene. 
4.2  Drugi poskus: delovanje senzorja bližine in ocenjevanje točnosti 
in natančnosti časovnih žigov 
Pri meritvah s predlaganim sistemom, opisanim v podpoglavju 3.2, smo 
spremljali delovanje senzorja bližine na kratkih razdaljah, z dodatno analizo 
izmerjenih podatkov pa smo ovrednotili tudi točnost in natančnost časovnih žigov 
različnih naprav. V namen vrednotenja ustreznosti rezultatov, izmerjenih s 
predlaganim sistemom, smo po vsaki izvedbi poskusa ustvarili dve ločeni datoteki, ki 
smo jih nato analizirali še z dodatnimi statističnimi parametri in merskimi napakami. 
Statistični parametri rezultatov ter merske napake, s katerimi smo vrednotili rezultate, 
se med seboj razlikujejo tako v principih in težavnosti merjenja kot tudi v natančnosti 
pridobljenih rezultatov. Točnost časovnih žigov naprav smo zato ocenjevali s 
časovnim tresenjem, povezanim z absolutno in relativno napako, medtem ko 
natančnost s standardnim odklonom. 
V nadaljevanju bomo najprej prikazali izveden poskus z najboljšimi doseženimi 
rezultati med vsemi uporabniki, ki zastopa meritev z najmanjšimi odstopanji razdalj 
od ciljne vrednosti, ki ga nato primerjamo s slabšimi. Na začetku bomo opisali 
strukturo ustvarjenih datotek, ki predstavljata osnovo za nadaljnjo analizo. Nato sledi 
predstavitev rezultatov pri poteku poskusa in primerjava med časovnimi žigi različnih 
naprav. Zatem bomo razpravljali o točnosti časovnih žigov ter zaključili z 
ocenjevanjem njihove natančnosti z merami, opisanimi v razdelku 3.2.1. 
Primeri rezultatov meritve drugega poskusa so podani v tabeli 3.3, za potrebe 
ovrednotenja jih tu še enkrat navajamo. 
 
Strežniški čas Senzorski čas Odmik Razdalja 
15:51:04,573 15:51:04 1774 5,30 
15:51:04,713 15:51:04 1917 5,61 
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15:51:04,853 15:51:04 2057 5,78 
15:51:04,993 15:51:05 2198 6,13 
15:51:05,132 15:51:05 2337 6,65 
⋮ ⋮ ⋮ ⋮ 
15:51:18,110 15:51:18 15306 6,58 
15:51:18,250 15:51:18 15455 6,00 
15:51:18,393 15:51:18 15598 5,61 
15:51:18,533 15:51:18 15738 5,37 
15:51:18,675 15:51:18 15877 5,18 
Tabela 4.3:  Delni prikaz rezultatov meritve z najboljšimi dosežki drugega poskusa 
Strežniški čas (angl. Broker time) je pridobljen s pomočjo MQTT Python 
odjemalca in predstavlja časovni žig (angl. time stamp) posrednika, ki se objavlja z 
natančnostjo v milisekundah s tremi decimalnimi mesti. Senzorski čas (angl. Sensor 
time) predstavlja časovni žig senzorja bližine. Pridobi se iz spletnega NTP-strežnika s 
pomočjo MQTT Arduino odjemalca, ki objavlja čas z natančnostjo v sekundah. Da bi 
se približali natančnosti strežniškega časa, izraženega z natančnostjo v milisekundah, 
smo shranjevali tudi milisekunde, odkar je začel MQTT Arduino odjemalec izvajati 
meritve. Tem milisekundam lahko rečemo odmik (angl. offset). Poleg časovnih žigov 
različnih naprav smo shranjevali tudi izmerjeno razdaljo (angl. distance) od senzorja 
do ovire, ki je v datoteki zapisana kot številka v centimetrih z dvema decimalnima 
mestoma. 
4.2.1  Struktura in opis zgrajenih datotek 
Po uspešni izvedbi poskusa smo na podlagi dobljenih rezultatov ustvarili dve 
datoteki. Prva datoteka je bila ustvarjena s pomočjo prve uporabniške aplikacije v 
obliki csv. Ime datoteke ima podobno obliko kot izvorne datoteke, razlikuje se le opis. 
Primer imena datoteke je 2019-07-29-15-51-01_Table_BrokerTime.csv, njena delna 












1 15:51:04,573 0,000 0,000 5,30 5,00 
2 15:51:04,713 0,140 0,142 5,61 5,31 
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3 15:51:04,853 0,280 0,285 5,78 5,61 
4 15:51:04,993 0,420 0,427 6,13 5,92 
5 15:51:05,132 0,559 0,570 6,65 6,22 
⋮ ⋮ ⋮ ⋮ ⋮ ⋮ 
96 15:51:18,110 13,537 13,532 6,58 6,22 
97 15:51:18,250 13,677 13,675 6,00 5,92 
98 15:51:18,393 13,820 13,817 5,61 5,61 
99 15:51:18,533 13,960 13,960 5,37 5,31 
100 15:51:18,675 14,102 14,102 5,18 5,00 
Tabela 4.4:  Delni prikaz obdelanih rezultatov strežniškega časa in razdalje drugega poskusa 
Pomen glave tabele z ustreznim opisom vsebine v tabeli je naslednji: 
• Indeks: predstavlja zaporedno številko meritve. 
• Strežniški čas: predstavlja časovni žig posrednika, zapisan v obliki 
hh:mm:ss,ms, kjer je hh ura, mm minuta, ss sekunda in ms milisekunde, 
ko je bila meritev izvedena. 
• Izmerjeni strežniški čas: predstavlja izmerjeno časovno razliko med 
trenutnim in prejšnjim časovnim žigom posrednika, izraženega z 
natančnostjo v milisekundah s tremi decimalnimi mesti. Izjema je le pri 
prvi meritvi, saj se poskus začne v času 𝑡 = 0. 
• Pravi strežniški čas: predstavlja pravo časovno razliko med trenutno in 
prejšnjo meritvijo z natančnostjo v milisekundah s tremi decimalnimi 
mesti. Vrednosti so razdeljene enakomerno od 0 do 𝛥𝑡 s korakom, 








pri čemer 𝛥𝑡 predstavlja razliko med časovnim žigom posrednika zadnje 
meritve 𝑡𝑚𝑎𝑥 in časovnim žigom posrednika prve meritve 𝑡1, 𝑛 pa število 
vseh izvedenih meritev. 
• Izmerjena razdalja: predstavlja izmerjeno razdaljo meritve, izražene v 
centimetrih z dvema decimalnima mestoma. 
• Prava razdalja: predstavlja pravo vrednost razdalje. Vrednosti so v prvi 
polovici poskusa enakomerno razdeljene od 5 cm do 20 cm, nato v drugi 
enako od 20 cm do 5 cm. Vsaka vrednost je izražena z dvema 
decimalnima mestoma. 
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Tako prva kot tudi druga datoteka je bila ustvarjena s pomočjo prve uporabniške 
aplikacije v obliki csv in z imenom 2019-07-29-15-51-01_Table_SensorTime.csv. 





















1 15:51:04 1774 15:51:04,
700 
0,000 0,000 5,30 5,00 
2 15:51:04 1917 15:51:04,
843 
0,143 0,141 5,61 5,31 
3 15:51:04 2057 15:51:04,
983 
0,283 0,283 5,78 5,61 
4 15:51:05 2198 15:51:05,
124 
0,424 0,424 6,13 5,92 
5 15:51:05 2337 15:51:05,
263 
0,563 0,566 6,65 6,22 
⋮ ⋮ ⋮ ⋮ ⋮ ⋮ ⋮ ⋮ 
96 15:51:18 15306 15:51:18,
232 
13,532 13,434 6,58 6,22 
97 15:51:18 15455 15:51:18,
381 
13,681 13,576 6,00 5,92 
98 15:51:18 15598 15:51:18,
524 
13,824 13,717 5,61 5,61 
99 15:51:18 15738 15:51:18,
664 
13,964 13,859 5,37 5,31 
100 15:51:18 15877 15:51:18,
803 
14,103 14,000 5,18 5,00 
Tabela 4.5:  Delni prikaz obdelanih rezultatov senzorskega časa in razdalje drugega poskusa 
Iz prikazane tabele lahko sklepamo, da je vsebina druge datoteke zelo podobna 
prvi. Razlikuje se le v izvoru shranjenih časovnih žigov, saj se v drugi shranjuje 
senzorski čas, namesto strežniškega. 
Pomen glave tabele z ustreznim opisom vsebine v tabeli je naslednji: 
• Indeks: predstavlja zaporedno številko meritve. 
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• Senzorski čas: predstavlja časovni žig senzorja bližine, zapisan v obliki 
hh:mm:ss, kjer je hh ura, mm minuta in ss sekunda, ko je bila meritev 
izvedena. 
• Odmik: predstavlja odmik, ki meri čas od zagona odjemalca, kamor je 
senzor bližine priklopljen in je izražen kot številka, ki označuje interval 
v milisekundah. 
• Popravljeni senzorski čas: predstavlja obdelan senzorski čas z 
natančnostjo v milisekundah s tremi decimalnimi mesti. Celotni 
postopek obdelave je opisan po koncu opisa pomena glave tabele z 
alinejami. 
• Popravljeni izmerjeni senzorski čas: predstavlja izmerjeno časovno 
razliko med trenutnim in prejšnjim časovnim žigom popravljenega 
senzorskega časa, izraženega z natančnostjo v milisekundah s tremi 
decimalnimi mesti. Izjema je le pri prvi meritvi, saj se poskus začne v 
času 𝑡 = 0. 
• Pravi senzorski čas: predstavlja pravo časovno razliko med trenutno in 
prejšnjo meritvijo z natančnostjo v milisekundah s tremi decimalnimi 
mesti. Vrednosti so razdeljene enakomerno od 0 do 𝛥𝑡 s korakom, 








pri čemer 𝛥𝑡 predstavlja razliko med časovnim žigom senzorja bližine 
zadnje meritve 𝑡𝑚𝑎𝑥 in časovnim žigom senzorja bližine prve meritve 𝑡1, 
𝑛 pa število vseh izvedenih meritev. 
• Izmerjena razdalja: predstavlja izmerjeno razdaljo meritve, izražene v 
centimetrih z dvema decimalnima mestoma. 
• Prava razdalja: predstavlja pravo vrednost razdalje. Vrednosti so v prvi 
polovici enakomerno razdeljene od 5 cm do 20 cm, nato v drugi enako 
od 20 cm do 5 cm. Vsaka vrednost je izražena v centimetrih z dvema 
decimalnima mestoma. 
Pri pridobivanju senzorskega časa smo naleteli na problem, saj spletni NTP-
strežnik objavlja čas le do sekundne natančnosti. Pri ocenjevanju časovnih žigov to ni 
dovolj in zaradi tega smo zabeležili tudi odmik, kar nam je pomagalo senzorski čas 
dodatno obdelati oziroma določiti z natančnostjo v milisekundah s tremi decimalnimi 
mesti. 
Obdelavo senzorskega časa smo začeli z določitvijo milisekund začetne meritve. 
To smo izvedeli na podlagi števila meritev v prvi sekundi poskusa. Iz začetnih 
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nastavitev predlaganega sistema (glejte razdelek 3.2.4) vemo, da ena meritev v 
povprečju traja približno 140 ms. Včasih imamo zaradi zakasnitev, ki nastanejo pri 
meritvah v omrežju, tudi meritve, ki trajajo dlje kot 143 ms. Iz opravljenih meritev pa 
lahko potrdimo, da se to zgodi relativno redko, kar pripomore k temu, da lahko v eni 
sekundi izvedemo največ 7 meritev. Pri nastavljanju milisekund začetne meritve 
poskusa smo upoštevali, da traja ena meritev točno 140 ms. 
Rezultati meritev tega poskusa so prikazani v tabeli 4.5, kjer opazimo, da je 
začetni popravljeni senzorski čas 15:51:04,700. Milisekunde tega časa dobimo, če 
seštejemo število meritev v prvi sekundi poskusa. V tem primeru imamo 3 meritve v 
prvi sekundi (15:51:04), kar pomeni, da s preslikavo vrednosti iz tabele 4.6 nastavimo 
milisekunde začetnega časa z vrednostjo 700. Obdelava naslednjih časovnih žigov 
temelji na izmerjenih odmikih, predstavljenih v tretjem stolpcu. Najprej se izračuna 
razlika odmikov med trenutno in prejšnjo meritvijo, ki se nato doda prejšnjemu, že 
popravljenemu času. Za drugo meritev je torej razlika odmikov 1917 – 1774 = 143 ms. 
Z dodajanjem te razlike k začetni meritvi dobimo obdelani čas z vrednostjo 
15:51:04,843. Če nadaljujemo s tretjo meritvijo, vidimo, da je razlika odmikov med 
tretjo in drugo meritvijo enaka 140 ms (2057 – 1917), z dodajanjem k drugi meritvi pa 
dobimo časovni žig 15:51:04,983. Vsi nadaljnji časovni žigi so obdelani na isti način. 
 








Tabela 4.6:  Nastavitev milisekund začetne meritve drugega poskusa 
4.2.2  Grafični prikaz rezultatov 
Rezultati izvedenega poskusa z oddaljevanjem in približevanjem ovire od 
senzorja na kratkih razdaljah prikažemo tudi grafično na sliki 4.4, kjer za vsako 
izmerjeno razdaljo navedemo zajeti časovni žig tako strežniškega kot tudi 
popravljenega senzorskega časa. Na grafu izrišemo tudi obe premici, na katerih ležijo 
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prave vrednosti razdalje v odvisnosti od strežniškega časa. Pri prikazu obeh zajetih 
časov smo se odločili za referenco pravih vrednosti strežniškega časa, zato ker je v 
osnovi natančnejši, saj je senzorski čas brez obdelave izražen le do sekundne 
natančnosti. Prikazani graf je dvoosni, kjer je na vodoravni osi prikazan čas v 
sekundah, medtem ko je na navpični osi razdalja v centimetrih. 
 
Slika 4.4:  Rezultati strežniškega in popravljenega senzorskega časa drugega poskusa 
Iz tako izrisanega grafa lahko naredimo analizo in razberemo več značilnosti 
poskusa: 
1. Točnost izvedenih meritev je povezana z odstopanjem od pravih vrednosti. 
Bližje, kot so točke na grafu premici, manjše so napake meritev. 
2. Razmerje med izmerjeno razdaljo in dvema zajetima časoma. Z rdečimi 
točkami so prikazane meritve razdalj v odvisnosti od strežniškega časa, 
medtem ko z zelenimi točkami opisujemo meritve razdalj v odvisnosti od 
popravljenega senzorskega časa. 
3. Na levi naraščajoči premici pri oddaljevanju ovire v primerih, ko so točke na 
grafu vidno oddaljene od premice z naraščajočo vrednostjo na navpični osi, to 
kaže na prehitro premikanje ovire. Velja tudi obratno, če se s padajočo 
vrednostjo na navpični osi točke oddaljujejo od premice, to pomeni, da 
izvajalec oviro premika prepočasi. 
4. V primerih približevanja ovire na desni padajoči premici se dogaja nasprotno. 
Ko so točke na grafu nad premico, to pomeni, da se ovira premika počasneje, 
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kot bi bilo treba. Prav tako velja obratno, ko so točke narisane pod premico, 
imamo pojav prehitrega premikanja ovire. 
V primeru, prikazanem na sliki 4.4, vidimo, da je največji trend oddaljevanja od 
premice na začetku poskusa. Opažamo, da je uporabnik v začetnih štirih sekundah 
premikal oviro hitreje, kot je bilo pričakovano. Da bi ustavil prehitro premikanje, je 
povzročil nasprotni učinek, s čimer je naslednjo sekundo oviro premikal počasneje. 
Zaključek oddaljevanja ovire od senzorja in začetek približevanja je izvedel skoraj 
idealno, ko je naredil najmanjša odstopanja od pravih vrednosti. V naslednjih dveh 
sekundah je spet začel s prehitrim premikanjem ovire in z željo, da bi izvedel čim bolj 
točne meritve, je v zadnjih treh sekundah spet dosegel nasprotni učinek s tem, da je 
oviro premikal prepočasi. Iz opisanega grafa na prvi pogled je videti, da je izvajalec 
poskusa naredil velike napake, vendar če upoštevamo vse dejavnike, lahko rečemo, da 
je poskus izveden zelo uspešno v primerjavi z idealnim poskusom. V idealnem primeru 
bi se rdeče in zelene točke morale prekrivati z dvema modrima premicama. To pomeni, 
da je natančnost časa 1 milisekunda in razdalje 1 milimeter, kar zahteva v določeni 
milisekundi meritev z natančnostjo enega milimetra, kar je v praksi zares nemogoče 
doseči. 
Pri primerjavi obeh časov pa lahko opazimo, da sta si med sabo zelo podobna, 
in to kljub začetnim različnim stanjem. Sklepamo lahko, da se po obdelavi časovnih 
žigov senzorskega časa ta izdatno približa časovnim žigom strežniškega časa. Na 
prikazanem grafu je razlika med časoma skoraj neopazna iz dveh razlogov. Prvi je ta, 
da so na modrih premicah prave vrednosti dobljene s pomočjo strežniškega časa. Ta 
ima velik vpliv na porazdelitev vrednosti premice, kar povzroča večji približek 
senzorskega časa strežniškemu. Drugi razlog neopaznosti pa je ta, da so razlike zelo 
majhne v razponu nekaj milisekund. Zaradi naštetih razlogov bomo v nadaljevanju 
prikazali še dva grafa z referenčnimi vrednostmi pripadajočega časa. 
Na grafu, prikazanem na sliki 4.5, so opisane razdalje v odvisnosti od 
strežniškega časa in prikazane z rdečimi točkami. Kot referenco za prave vrednosti 
obeh modrih premic se sklicujemo na tabelo 4.4 oziroma časovne žige strežniškega 
časa. Zaradi tega je graf z istimi vrednostmi kot v grafu, prikazanem na sliki 4.4, 
vendar brez prikaza časovnih žigov popravljenega senzorskega časa. Tudi ta graf je 
dvoosni, na katerem vodoravna os označuje čas v sekundah, medtem ko navpična os 
razdaljo v centimetrih. 
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Slika 4.5:  Rezultati strežniškega časa drugega poskusa 
Na naslednjem grafu, prikazanem na sliki 4.6, je predstavljena odvisnost razdalje 
od časovnih žigov popravljenega senzorskega časa. Iz narisanega grafa lahko 
zaključimo, da gre prav tako za dvoosni graf z isto označitvijo osi. Na vodoravni osi 
je prikazan čas v sekundah, medtem ko je na navpični osi razdalja prikazana v 
centimetrih. Graf je izdelan na osnovi tabele 4.5, kot referenca za razdelitev pravih 
vrednosti časa pa se upošteva prvotno zapisan senzorski čas brez obdelave. To ima 
velik vpliv na celotne rezultate, saj je iz grafa razvidno, da sta modri premici 
premaknjeni v levo. Razlog za tovrstno porazdelitev vrednosti je v pridobivanju 
senzorskega časa, saj je ta v osnovi izražen z natančnostjo v sekundah. Če primerjamo 
oba grafa, prikazana na slikah 4.5 in 4.6, lahko sklepamo, da imamo v prvem koraku 
pri oddaljevanju ovire od senzorja bolj točne meritve pri časovnih žigih popravljenega 
senzorskega časa, v primerih, ko izvajalec poskusa prehitro premika oviro. Velja tudi 
nasprotno, ko izvajalec prepočasi premika oviro, imamo manjša odstopanja od pravih 
vrednosti pri časovnih žigih strežniškega časa. V drugem koraku poskusa pa imamo 
pri približevanju ovire proti senzorju zrcalno sliko prvega koraka. To pomeni, da so 
časovni žigi strežniškega časa bolj točni v primerih prepočasnega premikanja ovire in 
z večjim odstopanjem od pravih vrednosti v primerjavi s časovnimi žigi popravljenega 
senzorskega časa v primerih prehitrega premikanja. 
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Slika 4.6:  Rezultati popravljenega senzorskega časa drugega poskusa 
Doslej opisane tabele in grafi zastopajo izvedeno meritev z najmanjšimi 
odstopanji od idealne vrednosti izmed vseh izvedenih poskusov med vsemi 
uporabniki. Za doseg tega je moral vsak izvajalec narediti večkratne poskuse, s čimer 
je dobil občutek pravilnega premikanja ovire. Moramo dodati, da je tovrstna naloga 
dokaj težka in zahteva veliko vztrajnosti, doslednosti in natančnosti. Zaradi tega v 
nadaljevanju prikazujemo le slabše dosežene rezultate uporabnika, ki mu je uspelo 
opraviti meritev z najmanjšimi odstopanji in jih primerjamo prav s to meritvijo. 
Narejena je le primerjava rezultatov s prikazom grafa, ko je kot referenca pravih 
vrednosti upoštevan strežniški čas, saj je graf z referenco senzorskega časa isti, a le 
malo zamaknjen. Za podkrepitev kakovosti in točnosti meritev bomo rezultate za 
izmerjeno razdaljo ocenili tudi z merskimi napakami, kot so povprečna absolutna 
napaka (MAE), povprečna relativna napaka (MRE) ter največja napaka. 
Na sliki 4.7 je prikazanih pet različnih poskusov s slabšimi doseženimi rezultati 
ter najboljši rezultat. Na grafu a) so prikazane meritve prvega izvedenega poskusa tega 
uporabnika. Nastale napake so zelo očitne že na začetku, saj je uporabnik izvajal 
poskus prvič. Na začetku je naredil večjo napako z začetno meritvijo, ko je začel oviro 
premikati, preden je senzor začel meriti razdaljo. To je iz grafa neposredno razvidno, 
saj je prva meritev razdalje malo pod 6 cm. Prvih pet sekund je premikal oviro hitreje 
kot pričakovano, vendar konstantno brez večjih odstopanj. Nato je pridobil občutek, 
da oviro premika prehitro in z željo upočasnitve je nadaljnje meritve izvedel zelo slabo, 
saj je iz grafa razvidno prepočasno premikanje tudi pri približevanju ovire proti 
senzorju. Prav tako mu je na koncu zmanjkalo časa, kar pomeni, da mu ni uspelo niti 
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ustrezno zaključiti poskusa v ciljni točki od 5 cm. Iz naslednjega poskusa, prikazanega 
na grafu b), lahko razberemo, da je uporabnik nenehno hitreje premikal oviro, kot je 
bilo pričakovano. Zelo opazna je tudi zgrešena končna točka oddaljevanja, ki je malo 
čez 21 cm, a bi morala biti 20 cm. Pri približevanju ovire proti senzorju so meritve 
prav tako konstantno prehitro izvedene. To se izrazito opazi v zadnjih meritvah, saj je 
uporabnik skoraj dve sekundi čakal na konec poskusa v ciljni točki blizu 5 cm. Na 
grafu c) je prikazana meritev z majhnimi odstopanji od pravih vrednosti. V tem 
primeru je uporabnik zelo slabo začel, vendar se je po dveh sekundah zbral in 
nadaljeval z boljšimi meritvami. Čeprav je pri oddaljevanju oviro premikal prehitro in 
pri približevanju počasneje kot pričakovano, lahko sklepamo, da so meritve izvedene 
bolj točno kot pri prejšnjih meritvah. Na naslednjem grafu d) pa so prikazane meritve, 
kjer je uporabnik konstantno premikal oviro počasneje, kot je treba, in sicer tako pri 
oddaljevanju kot tudi pri približevanju ovire. Na petem grafu e) pa so prikazane 
meritve z najmanjšimi odstopanji izmed vseh doslej opisanih. Iz grafa lahko 
razberemo, da je prva polovica oddaljevanja ovire od senzorja izvedena skoraj idealno. 
Zatem je uporabnik začel s hitrejšim premikanjem ovire, kar je povzročilo počasen 
prehod med oddaljevanjem in približevanjem. Zaradi tega je prvo tretjino približevanja 
izvedel prepočasi v primerjavi z drugo in tretjo tretjino, ko je naredil bolj točne 
meritve. Ta graf lahko imenujemo najboljši približek meritvi z najmanjšimi narejenimi 
napakami, ki jo zaradi lažjega primerjanja z ostalimi meritvami še enkrat prikažemo 
na grafu f). 
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Slika 4.7:  Poskusi s slabšimi doseženimi rezultati ter najboljšim rezultatom pri meritvah drugega 
poskusa 
Iz prikazanih rezultatov različnih poskusov na sliki 4.7 lahko brez problema 
potrdimo delovanja senzorja, s tem da pri vsakem poskusu nismo dobili presenetljive 
napake, kot so netočne meritve, kar zajema velika odstopanja od pravih vrednosti, 
napačno zaznavo ovire ter začasni izpad delovanja samega senzorja. 
Samo vizualna predstavitev meritev ne omogoča ustrezne primerjave rezultatov 
med seboj. Zaradi tega smo s pomočjo tretje uporabniške aplikacije dodatno ocenili 
rezultate s primerjavo statističnih napak. 
 
 Statistična napaka 
Meritev MAE [cm]  MRE [%] Največja napaka 
[cm] 
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a) 1,61 15,45 2,92 
b) 1,42 14,51 3,38 
c) 1,32 12,26 4,21 
d) 1,28 10,90 3,08 
e) 0,64 5,12 1,85 
f) 0,21 2,13 0,61 
Tabela 4.7:  Statistične napake razdalje izvedenih poskusov pri meritvah drugega poskusa 
Iz predstavljenih rezultatov v tabeli 4.7 lahko razberemo, da uporabnik v vsaki 
naslednji meritvi opravi bolj točne meritve, saj se MAE in MRE zmanjšujeta z vsako 
naslednjo meritvijo, kar je pričakovano. Če pa primerjamo največjo narejeno napako, 
prikazano v tretjem stolpcu, lahko sklepamo, da se ta ne znižuje z vsako naslednjo 
izvedeno meritvijo. Takšni rezultati so prav tako pričakovani, saj je največja napaka 
statistična napaka, ki je samostojna in neodvisna od vseh izvedenih meritev. Na 
primer, če imamo 100 meritev, lahko uporabnik izvede mnogo idealnih meritev in 
nekaj zelo netočnih (z velikimi odstopanji od ciljne vrednosti). V tem primeru lahko 
pričakujemo nizki MAE in MRE, vendar visoko največjo napako. Takšen primer 
rezultatov imamo pri prvih treh meritvah, ko je največja napaka večja kot MAE in 
MRE v primerjavi z vsako naslednjo meritvijo. Naslednje oziroma zadnje tri meritve 
so narejene z manjšimi odstopanji in zaradi tega imamo rezultate, ko se največja 
napaka znižuje sorazmerno z vrednostmi MAE in MRE z vsako naslednjo meritvijo. 
4.2.3  Točnost časovnih žigov 
Po potrditvi delovanja senzorja bližine nadaljujemo z ocenjevanjem točnosti 
časovnih žigov različnih naprav. Zaradi tega, ker je predlagani sistem stabilen, so 
časovni žigi vseh izvedenih meritev zelo podobni med sabo ter brez večjih odstopanj. 
To je tudi razlog, zakaj v nadaljevanju prikazujemo le rezultate najboljše meritve, 
vezane na tabeli 4.4 in 4.5. 
Vsak idealni časovni signal ima določeno obdobje in delovni interval, ki se s 
časom nikoli ne spreminja, ter izhodišče, ki je časovno točno določeno. V realnosti pa 
imajo vsi časovni signali majhne razlike. Te razlike v obdobju in delovnem intervalu 
se na splošno imenujejo tresenje. Za merjenje tresenja v časovni domeni se časovni 
signal običajno primerja z idealnim referenčnim signalom. 
Rezultati ocen točnosti časovnih žigov strežniškega časa so predstavljeni na sliki 
4.8. Prikazani graf je dvoosni, kjer je na vodoravni osi prikazan indeks meritve, 
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medtem ko na navpični osi časovni žig, izražen v sekundah. V našem primeru je idealni 
referenčni signal opisan z modro premico, katere izhodišče predstavlja začetek 
poskusa, delovni interval pa je določen kot razmerje med skupnim časom trajanja 
poskusa in številom vseh izvedenih meritev. Izmerjeni časovni žigi strežniškega časa 
so na grafu predstavljeni z rdečimi točkami, ki bi se v idealnem primeru morale 
prekrivati z vrednostmi modre premice oziroma pravimi vrednostmi. Čeprav so na 
grafu rdeče točke zelo blizu idealnim časom, lahko sklepamo, da obstajajo majhne 
razlike. Iz doseženih rezultatov lahko potrdimo prisotnost časovnega tresenja s tem, 
da so majhne razlike opazne. Prav tako lahko sklepamo, da časovno tresenje med 
sosednjima meritvama ni povezano, kar pomeni, če ima meritev v času 𝑡 velika 
odstopanja, to pa ne pomeni, da bo imela naslednja meritev v času 𝑡 + 1 tudi enaka ali 
podobna odstopanja. Seveda so razlike lahko podobne, vendar to ni pravilo. Časovno 
tresenje je večinoma odvisno od različnih zakasnitev v omrežju ter delovanja naprav. 
Prav zaradi teh nepredvidljivosti so lahko odstopanja med sosednjimi meritvami zelo 
velika. Na prikazanem grafu je časovno tresenje najbolj izrazito v prvih šestih 
sekundah, ko se razlike konstantno menjajo med 10 ms in 40 ms. V preostalem delu 
poskusa pa vrednosti nihajo med 1 in 10 ms. To pomeni, da je bilo omrežje v prvih 
šestih sekundah najbolj obremenjeno in zaradi tega se takrat pojavi največje časovno 
tresenje. V nadaljevanju poskusa pa je bilo omrežje bolj stabilno, kar pomeni, da imajo 
meritve zakasnitve z manjšimi odstopanji od pravih vrednosti. 
 
Slika 4.8:  Časovno tresenje strežniškega časa drugega poskusa 
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Rezultati ocen točnosti časovnih žigov senzorskega časa pa so predstavljeni na 
grafu, prikazanem na sliki 4.9. Prav tako kot pri prejšnjem grafu so na vodoravni osi 
prikazani indeksi meritev, medtem ko na navpični osi čas v sekundah. Osnovni 
senzorski čas je zapisan z natančnostjo v sekundah, ki ga prikažemo z rdečimi točkami, 
medtem ko je popravljeni senzorski čas izražen z natančnostjo v milisekundah in ga 
prikazujemo z zelenimi točkami. Idealni referenčni čas opisuje modra premica, katere 
izhodišče predstavlja začetek poskusa, delovni interval pa je določen kot razmerje med 
skupnim časom trajanja poskusa in številom vseh izvedenih meritev. Treba pa je 
omeniti, da je delovni interval izračunan na podlagi osnovnega senzorskega časa in ne 
popravljenega. To je še posebej pomembno v tem primeru, ker je od tega zelo odvisen 
referenčni čas in posledično ocenjevanje časovnega tresenja. 
 
Slika 4.9:  Časovno tresenje izmerjenega in popravljenega senzorskega časa drugega poskusa 
Iz narisanega grafa, prikazanega na sliki 4.9, lahko najprej potrdimo pričakovane 
rezultate za meritve osnovnega senzorskega časa, čeprav so na prvi pogled videti zelo 
slabe. Razlog, zakaj so rdeče točke narisane vodoravno eno za drugo pri vsaki sekundi 
na navpični osi, je v natančnosti senzorskega časa, ki je zapisan z natančnostjo v 
sekundah. To pomeni, da je v vsaki sekundi narisanih toliko točk, kolikor so meritve 
izvedene v tej sekundi. V prvi sekundi poskusa so torej izvedene tri meritve in zaradi 
tega imamo v času 𝑡 = 0 tri rdeče točke. Znano je, da je v eni sekundi možno narediti 
največ 7 poskusov in zaradi tega imamo v vsakem naslednjem času od 𝑡 = 1 do 𝑡 =
13 narisanih 7 točk. Izjema je zadnji čas 𝑡 = 14, ko imamo 6 točk, vendar je to 
pričakovano, ker je to odvisno od skupnega števila izvedenih meritev. V začetnem 
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času 𝑡 = 0 imamo torej 3 meritve, nato v naslednjih trinajstih časih od 𝑡 = 1 do 𝑡 =
13 vsakič 7 meritev, kar do skupnih 100 meritev manjka še 6 meritev, ki so izvedene 
v zadnjem času 𝑡 = 14. 
Pri meritvah popravljenega senzorskega časa, ki prikazuje čas z natančnostjo v 
milisekundah, pa lahko opazimo manjša odstopanja od pravih vrednosti. V prvih šestih 
sekundah poskusa od 𝑡 = 0 do 𝑡 = 5 se razlike gibljejo med 1 ms in 10 ms, kar kaže 
na zelo nizko časovno tresenje. Nato se začne časovno tresenje povečevati, kar je 
razvidno tudi iz narisanega grafa. Razlog, zakaj v času 𝑡 = 6 pride do močnega 
povečanja vrednosti, je ta, da imamo dve meritvi, ki trajata 160 ms in prineseta 
dodatnih 40 ms razlike. Znano je, da tudi to močno vpliva na zgradbo popravljenega 
senzorskega časa z natančnostjo v milisekundah in zaradi tega je časovno tresenje 
rahlo povečano. Drugi razlog, zakaj imajo nadaljnje meritve večje časovno tresenje, je 
v preobremenjenosti oziroma zakasnitvah v omrežju. Od 𝑡 = 6 do 𝑡 = 10 se časovno 
tresenje postopoma povečuje od 10 ms do 30 ms, kar skupaj s predhodnimi razlikami 
prinese skupno razliko od pravih vrednosti od 55 ms do 75 ms. Podobne zakasnitve se 
pojavljajo tudi v naslednjih meritvah od 𝑡 = 11 do 𝑡 = 14, ko se časovno tresenje 
postopoma povečuje od 25 ms do 35 ms. Z dodajanjem trenutne razlike k skupni 
dobimo časovno tresenje v območju med 80 ms in 110 ms. 
Če primerjamo časovno tresenje strežniškega in popravljenega senzorskega 
časa, lahko sklepamo, da imamo pri strežniškem času bolj točne meritve. Takšni 
rezultati so pričakovani, saj kot smo že večkrat omenili, je popravljeni senzorski čas 
odvisen od odmikov, ki v kombinaciji z osnovnim senzorskim časom ne more biti bolj 
točen od strežniškega časa. Vendar pa je treba omeniti, da so povprečne razlike okoli 
50 ms sprejemljive, kar je v tem primeru znotraj dovoljenje meje. 
Časovno tresenje je v neposredni povezavi z merskima napakama, kot sta MAE 
in MRE. Prav tako se pri meritvi točnosti časa lahko vedno vprašamo, ali so meritve 
zaupanja vredne. Če ura, s katero merimo, ne meri časa z dovolj majhno napako, se 
lahko zgodi, da pri merjenju daljših časov odstopanja ure presežejo želeno mejo. 
Zaradi tega se pred začetkom meritev postavi zgornja meja slednjih napak, s katerimi 
lahko ocenimo kakovost izvedenih meritev. V magistrski nalogi smo upoštevali cilj 
MAE = 50 ms, kar izhaja iz največje frekvence fiziološkega signala 20 Hz. 
Iz doseženih rezultatov, predstavljenih v tabeli 4.8, lahko sklepamo, da ima tako 
strežniški kot tudi popravljeni senzorski čas vrednosti MAE v meji dovoljenega. Ker 
pa je strežniški čas kar 3-krat bolj točen od popravljenega senzorskega na podlagi 
MAE, je razlika v MRE med časoma očitna, saj tudi pri tej merski napaki strežniški 
čas doseže boljše rezultate. 
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Časovni izvor MAE [ms] MRE [%] 
Strežniški čas 13,67 0,46 
Popravljeni senzorski čas 44,82 0,54 
Tabela 4.8:  Merski napaki strežniškega in popravljenega senzorskega časa drugega poskusa 
4.2.4  Natančnost časovnih žigov 
Točnost je na področju statistike stopnja ustreznosti merjene ali izračunane 
količine glede na njeno pravo vrednost. Točnost je v tesni zvezi z natančnostjo, ki 
predstavlja stopnjo, za katero nadaljnje meritve ali izračuni kažejo enake ali podobne 
rezultate. Natančnost nam torej pomeni, s kakšno ponovljivostjo lahko dosežemo enak 
ali podoben rezultat merjene ali izračunane količine. Rezultati meritev ali izračunov 
so lahko točni, ne pa natančni, lahko so natančni, ne pa točni, lahko so oboje ali pa so 
hkrati nenatančni in netočni. Rezultat je običajno veljaven, če je hkrati točen in 
natančen. V magistrski nalogi smo kot mere natančnosti za ocenjevanje časovnih žigov 
uporabljali statistični parameter standardni odklon. 
Rezultati ocen natančnosti strežniškega in popravljenega senzorskega časa 
drugega poskusa so prikazani v tabeli 4.9. Iz predstavljenih rezultatov lahko sklepamo, 
da ima popravljeni senzorski čas boljši standardni odklon za 1,03 ms, kar kaže na malo 
bolj konsistentne meritve ter večjo koncentracijo vrednosti okoli aritmetične sredine. 
 
Časovni izvor σ [ms] 
Strežniški čas 4,55 
Popravljeni senzorski čas 3,52 
Tabela 4.9:  Standardni odklon strežniškega in popravljenega senzorskega časa drugega poskusa 
4.3  Tretji poskus: beleženje dogodkov in časovnih žigov 
Glavni cilj tretjega poskusa je načrtovanje in implementacija procedure za 
preverjanje časovnih žigov med različnimi priključenimi napravami. Cilj je dosežen z 
združitvijo prejšnjih dveh poskusov, ki delujeta kot neodvisni komponenti. Predlagan 
sistem je podrobneje opisan v podpoglavju 3.3, dobljene meritve pa bomo ovrednotili 
v nadaljevanju tega podpoglavja. V namen vrednotenja ustreznosti rezultatov smo po 
vsaki izvedbi poskusa ustvarili tri ločene datoteke, ki smo jih nato s pomočjo 
uporabniških aplikacij uporabili za risanje grafov (prikaz rezultatov) ter dodatno 
analizo in oceno meritev. Vse nadaljnje predstavljene opise in ugotovitve bo predstavil 
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poskus z najboljšimi doseženimi rezultati izmed vseh izvedenih meritev med vsemi 
uporabniki, pri katerem so narejena najmanjša odstopanja od idealne vrednosti. Na 
začetku bomo prikazali združene rezultate obeh neodvisnih delov, nato pa sledi 
podrobnejša analiza vsakega dela posebej. Prvi del se nanaša na analizo uporabniških 
dogodkov med predvajanjem multimedijskih vsebin na televiziji, medtem ko z drugim 
delom rešujemo problem sinhronizacije časovnih žigov različnih naprav. 
4.3.1  Sestavljeni rezultati 
Na sliki 4.10 je predstavljen dvoosni graf, na katerem vodoravna os označuje čas 
v sekundah, medtem ko je navpična os razdalja v centimetrih. Izmerjene razdalje so 
povezane v eno celoto s črto v rdeči barvi, medtem ko ostale figure predstavljajo 
pritisnjene gumbe z ustreznim opisom na legendi grafa. Če se navežemo na tloris 
poskusa ter izvedene korake (glejte sliko 3.7), lahko iz narisanega grafa na sliki 4.10 
sklepamo, da so koraki poskusa uspešno izvedeni. Prvi korak, ko uporabnik vstopi v 
sobo in se usede na kavč, na tem grafu predstavljata kratka nihajoča premica na razdalji 
180 cm ter koničasti vrh v 110 cm. Drugi korak, ko uporabnik pritiska gumbe na 
daljinskem upravljalniku, je predstavljen z vrednostmi, ki večinoma nihajo med 145 
cm in 155 cm v območju med 5 sekund in 80 sekund. Po koncu gledanja 
multimedijskih vsebin se začne tretji korak poskusa, ko se uporabnik sprehodi od 
kavča do televizijskega sprejemnika in nazaj. To se zgodi v območju med 80 sekund 
in 95 sekund, ko se vrednosti izmerjene razdalje gibljejo najprej od 150 cm do 10 cm 
in nato od 10 cm do 110 cm. Poskus je zaključen, ko uporabnik izključi televizijo in 
gre iz sobe, kar se zgodi v zadnjih 5 sekundah. 
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Slika 4.10:  Sestavljeni rezultati tretjega poskusa 
4.3.2  Prvi del: Merjenje dogodkov na daljinskem upravljalniku 
Iz tako izrisanega grafa na sliki 4.10 je težko podrobneje razbrati in analizirati 
dobljene rezultate posameznih delov. Zaradi tega smo drugi korak poskusa izrisali na 
posameznem grafu, kot je prikazano na sliki 4.11. Pred začetkom izvedbe tretjega 
poskusa je uporabnik dobil isti seznam poteka (glejte tabelo 4.2) kot pri prvem 
poskusu. To je bil tudi razlog, da smo pričakovali idealni odzivni čas in rezultate brez 
napak, saj je uporabnik v prvem poskusu odlično preučil potek pritiskanja gumbov ter 
njihov razpored na daljinskem upravljalniku. 
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Slika 4.11:  Potek pritisnjenih gumbov tretjega poskusa 
Iz grafa, prikazanega na sliki 4.11, lahko sklepamo, da gre za enoosni graf, na 
katerem vodoravna os predstavlja čas, izražen v sekundah v območju od 0 do N 
sekund, kjer je 0 čas prvega in N čas zadnjega pritiska gumbov. V primerjavi z 
idealnim potekom, prikazanim v tabeli 4.2, lahko razberemo, da poskus traja dlje časa. 
Glavni razlog je v tem, da ko uporabnik konča z gledanjem multimedijskih vsebin, ne 
ugasne takoj televizije, ampak se še sprehodi od kavča do televizijskega sprejemnika 
in nazaj. Če pa pogledamo originalni potek brez sprehoda, lahko opazimo, da so vsi 
koraki izvedeni v predvidenem času trajanja. Za prvi korak oziroma vklop televizije 
in izbiro izvora predvajane vsebine je uporabnik potreboval 10 sekund, isto kot pri 
idealnem primeru. Za povečevanje glasnosti in gledanje prve multimedijske vsebine 
je porabil 14 sekund, nato izbral drugo multimedijsko vsebino in pri gledanju zmanjšal 
glasnosti. Za to je porabil skupaj 20 sekund, kar skupaj z izbiro tretje multimedijske 
vsebine znaša dosedanjih 50 sekund. Pri gledanju tretje multimedijske vsebine je 
najprej povečal, nato pa zmanjšal glasnosti. Zatem je nastavil prvotni izvor predvajane 
vsebine in za vse skupaj porabil 73 sekund. Do idealnih 75 sekund manjkata 2 sekundi, 
vendar je to pričakovano zaradi sprehoda in posledično kasnejšega ugašanja televizije. 
4.3.3  Drugi del: Časovni žigi in sinhronizacija časov 
Drugi, neodvisni del se nanaša na reševanje problema sinhronizacije časovnih 
žigov različnih naprav. V tem razdelku bomo najprej predstavili glavno datoteko za 
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shranjevanje časovnih žigov in razdalj ter obe novo ustvarjeni datoteki za nadaljnjo 
analizo. Zatem sledi predstavitev dobljenih meritev in njihova ocena s pripadajočimi 
parametri. 
Delni prikaz datoteke tretjega poskusa z najboljšimi rezultati je prikazan v tabeli 
4.10. Iz tabele je razvidno, da tako kot pri drugem poskusu tudi pri tem poskusu 
shranjujemo strežniški in senzorski čas, odmik ter razdaljo. Strežniški čas predstavlja 
časovni žig posrednika in je prikazan z natančnostjo v milisekundah s tremi 
decimalnimi mesti. Senzorski čas predstavlja časovni žig senzorja bližine. Pridobi se 
iz spletnega NTP-strežnika, ki čas objavlja z natančnostjo v sekundah. Zaradi tega 
shranjujemo tudi odmik, ki predstavlja interval v milisekundah, ki meri čas od zagona 
MQTT Arduino odjemalca, kamor je senzor priklopljen. Poleg časovnih žigov se 
shranjuje tudi izmerjena razdalja od senzorja do ovire in je zapisana kot številka v 
centimetrih z dvema decimalnima mestoma. 
 
Strežniški čas Senzorski čas Odmik Razdalja 
12:54:51,300 12:54:51 1891 180,32 
12:54:51,455 12:54:51 2048 180,79 
12:54:51,610 12:54:51 2214 179,88 
12:54:51,765 12:54:51 2377 180,74 
⋮ ⋮ ⋮ ⋮ 
12:55:37,450 12:55:37 48107 150,30 
12:55:37,612 12:55:37 48263 148,76 
12:55:37,769 12:55:37 48420 148,20 
⋮ ⋮ ⋮ ⋮ 
12:56:12,136 12:56:12 82877 119,15 
12:56:12,298 12:56:12 83040 117,97 
12:56:12,455 12:56:12 83194 116,73 
⋮ ⋮ ⋮ ⋮ 
12:56:30,366 12:56:30 101227 179,93 
12:56:30,525 12:56:30 101379 179,60 
12:56:30,683 12:56:30 101534 180,04 
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12:56:30,845 12:56:30 101692 180,01 
Tabela 4.10:  Delni prikaz rezultatov meritve z najboljšimi dosežki tretjega poskusa 
Po uspešni izvedbi poskusa smo s pomočjo druge uporabniške aplikacije na 
podlagi tovrstne datoteke ustvarili še dve dodatni datoteki. Struktura in podrobnejši 
opis datotek sta predstavljena v razdelku 4.2.1, vendar pa zaradi boljšega razumevanja 
še enkrat podajamo vsebino s podatki meritev tretjega poskusa, prikazane v tabelah 












1 12:54:51,300 0,000 0,000 180,32 180,00 
2 12:54:51,455 0,155 0,159 180,79 180,00 
3 12:54:51,610 0,310 0,317 179,88 180,00 
4 12:54:51,765 0,465 0,476 180,74 180,00 
⋮ ⋮ ⋮ ⋮ ⋮ ⋮ 
292 12:55:37,450 46,150 46,127 150,30 150,00 
293 12:55:37,612 46,312 46,285 148,76 150,00 
294 12:55:37,769 46,469 46,444 148,20 150,00 
⋮ ⋮ ⋮ ⋮ ⋮ ⋮ 
511 12:56:12,136 80,836 80,841 119,15 122,31 
512 12:56:12,298 80,998 80,999 117,97 119,23 
513 12:56:12,455 81,155 81,158 116,73 116,15 
⋮ ⋮ ⋮ ⋮ ⋮ ⋮ 
626 12:56:30,366 99,066 99,069 179,93 180,00 
627 12:56:30,525 99,225 99,228 179,60 180,00 
628 12:56:30,683 99,383 99,386 180,04 180,00 
629 12:56:30,845 99,545 99,545 180,01 180,00 
Tabela 4.11:  Delni prikaz obdelanih rezultatov strežniškega časa in razdalje tretjega poskusa 
 





















1 12:54:51 1891 12:54:51,
320 
0,000 0,000 180,32 180,00 
2 12:54:51 2048 12:54:51,
477 
0,157 0,158 180,79 180,00 
3 12:54:51 2214 12:54:51,
643 
0,323 0,315 179,88 180,00 
4 12:54:51 2377 12:54:51,
806 
0,486 0,473 180,74 180,00 
⋮ ⋮ ⋮ ⋮ ⋮ ⋮ ⋮ ⋮ 
292 12:55:37 48107 12:55:37,
536 
45,216 45,874 150,30 150,00 
293 12:55:37 48263 12:55:37,
692 
45,372 46,032 148,76 150,00 
294 12:55:37 48420 12:55:37,
849 
45,529 46,189 148,20 150,00 
⋮ ⋮ ⋮ ⋮ ⋮ ⋮ ⋮ ⋮ 
511 12:56:12 82877 12:56:12,
306 
80,986 80,398 119,15 122,31 
512 12:56:12 83040 12:56:12,
469 
81,149 80,556 117,97 119,23 
513 12:56:12 83194 12:56:12,
623 
81,303 80,713 116,73 116,15 
⋮ ⋮ ⋮ ⋮ ⋮ ⋮ ⋮ ⋮ 
626 12:56:30 101227 12:56:30,
656 
99,336 98,527 179,93 180,00 
627 12:56:30 101379 12:56:30,
808 
99,488 98,685 179,60 180,00 
628 12:56:30 101534 12:56:30,
963 
99,643 98,842 180,04 180,00 
629 12:56:30 101692 12:56:31,
121 
99,801 99,000 180,01 180,00 
Tabela 4.12:  Delni prikaz obdelanih rezultatov senzorskega časa in razdalje tretjega poskusa 
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V primerjavi z drugim poskusom imamo pri tretjem poskusu daljše ciklično 
obdobje med dvema meritvama, ki v povprečju traja 160 ms (glejte razdelek 3.3.3). 
Zaradi tega smo pri določevanju milisekund začetne meritve senzorskega časa povzeli, 
da se teoretično v eni sekundi lahko izvede največ 6 meritev. Iz predstavljenih 
rezultatov v tabeli 4.12 lahko razberemo, da je začetni popravljeni čas 12:54:51,320. 
Do milisekund začetne meritve pridemo s preslikavo vrednosti iz tabele 4.13. V tem 
primeru imamo 5 meritev v prvi sekundi poskusa (12:54:51), kar pomeni, da so 
milisekunde začetne meritve z vrednostjo 320. Naslednji časovni žigi so obdelani 
glede na odmike, prikazane v tretjem stolpcu. Najprej se izračuna razlika odmikov med 
trenutno in prejšnjo meritvijo, ki se nato doda prejšnjemu, že popravljenemu 
časovnemu žigu. Za drugo meritev je torej razlika odmikov 2048 – 1891 = 157 ms. Z 
dodajanjem razlike odmika k začetni meritvi dobimo obdelani čas z vrednostjo 
12:54:51,477. Pri tretji meritvi je razlika odmikov 166 ms (2214 – 2048), z dodajanjem 
k drugi meritvi pa se dobi časovni žig 12:54:51,643. Vsi nadaljnji časovni žigi so 
obdelani na isti način. 
 







Tabela 4.13:  Nastavitev milisekund začetne meritve tretjega poskusa 
Rezultati meritev so prikazani tudi grafično na sliki 4.12, na kateri za vsako 
izmerjeno razdaljo navedemo zajeti časovni žig tako strežniškega kot tudi 
popravljenega senzorskega časa. Na grafu navedemo tudi referenčne vrednosti 
razdalje, ki so izračunane na podlagi strežniškega časa. Razlog, zakaj smo se odločili 
kot referenco upoštevati strežniški čas in ne senzorskega, je ta, da je strežniški čas 
natančnejši, saj objavlja čas z natančnostjo v milisekundah, medtem ko ima senzorski 
čas le sekundne natančnosti. Prikazani graf je dvoosni, na katerem vodoravna os 
označuje čas v sekundah, medtem ko je navpična os razdalja v centimetrih. 
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Slika 4.12:  Rezultati meritev tretjega poskusa 
Iz tako izrisanega grafa lahko razberemo, da sta si oba časa zelo podobna. 
Razlike med časoma so na grafu skoraj neopazne iz dveh razlogov. Prvi je ta, da so 
referenčne vrednosti narisane na podlagi strežniškega časa, kar povzroči večji 
približek tudi senzorskim časom. Drugi razlog pa je ta, da so razlike z natančnostjo v 
milisekundah. V idealnem primeru bi se morala rdeča in zelena črta prekrivati z modro. 
Največji približki so bili izvedeni v prvem, tretjem in četrtem koraku poskusa. V 
prvem in zadnjem koraku je najlažje doseči idealne meritve, zato ker sta časovno 
gledano najkrajša, uporabnik pa nima veliko dodeljenih nalog in scenarija. Prav tako 
senzor kot oviro zazna uporabnika le takrat, ko se ta sprehodi do kavča, preden se 
usede ter ko stoji in odide iz sobe, v ostalih primerih pa kot oviro zazna mirujoče 
hrbtišče kavča na razdalji 180 cm. Drugi korak je najdaljši izmed vseh in traja približno 
75 sekund, kar je tudi razlog, zakaj so nastale največje napake pri meritvah. V teoriji, 
ko bi se uporabnik usedel na kavč in začel interakcijo in gledanje multimedijskih 
vsebin na televiziji, bi moral senzor zaznavati uporabnika kot oviro na konstantni 
razdalji od 150 cm. Seveda je to v praksi nemogoče in neizvedljivo, saj poskus izvaja 
živo bitje, katerega zgornji del telesa ni raven. Prav tako uporabnik med interakcijo ne 
more biti 75 sekund v istem fiksnem položaju ter se nenamerno v rangu 5 cm premika 
naprej-nazaj. V naslednjih 15 sekundah, ko se izvaja tretji korak poskusa, se uporabnik 
sprehodi do televizije in nazaj do kavča. Tukaj je naredil tudi rahle napake, ki so v 
primerjavi z drugim korakom zelo majhne in blizu idealni meritvi. 
Zaradi zgoraj opisanih razlogov v neopaznosti razlik obeh časov v nadaljevanju 
prikazujemo še dva grafa z referenčnimi vrednostmi pripadajočega časa. Na sliki 4.13 
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je prikazan graf z isto označitvijo osi kot pri skupnem grafu na sliki 4.12, na katerem 
so predstavljene meritve razdalj v odvisnosti od strežniškega časa z rdečo črto, medtem 
ko so prave referenčne razdalje narisane z modro črto. Ker je na skupnem grafu kot 
referenca upoštevan strežniški čas, lahko zaključimo, da je ta graf z istimi vrednostmi, 
le da ni predstavljen popravljeni senzorski čas. 
 
Slika 4.13:  Rezultati strežniškega časa tretjega poskusa 
Naslednji graf, prikazan na sliki 4.14, prikazuje odvisnost razdalje od časovnih 
žigov popravljenega senzorskega časa. Pri tem grafu je pomembno vedeti, da so 
referenčne vrednosti razdalje razporejene na podlagi zajetega senzorskega časa brez 
dodatne obdelave. To ima velik vpliv na dejanske rezultate meritev, saj lahko iz 
narisanega grafa ter iz tabel 4.11 in 4.12 sklepamo, da ima graf, prikazan na sliki 4.14, 
krajši čas trajanja kot graf, prikazan na sliki 4.13, in sicer za 0,545 s oziroma 545 ms. 
Posledica tega so slabše meritve v tretjem koraku poskusa, ko se uporabnik sprehodi 
iz kavča do televizije in nazaj ter slabše meritve v četrtem koraku pri izstopu iz sobe. 
Na grafu, prikazanem na sliki 4.14, to opazimo v območju med 80 sekund in 100 
sekund, ko se zelena črta bolj oddaljuje (ima slabše približke k referenčnim 
vrednostim) od modre črte kot pa rdeča na prejšnjem grafu, prikazanem na sliki 4.13. 
Prav tako je treba omeniti, da so tovrstne razlike v meritvah opazne tudi na skupnem 
grafu, prikazanem na sliki 4.12. 
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Slika 4.14:  Rezultati popravljenega senzorskega časa tretjega poskusa 
Iz dosedanjih izrisanih grafov lahko razberemo, da so med izvajanjem poskusa 
nastale napake pri obeh zajetih časih, vendar brez ustrezne ocene ne moremo sklepati, 
pri kateri napravi imamo boljše rezultate, čeprav lahko na prvi pogled rečemo, da ima 
strežniški čas boljše približke. Zaradi tega bomo v nadaljevanju dosežene rezultate 
ocenili s točnostjo in natančnostjo časovnih žigov obeh naprav. Točnost časovnih 
žigov smo ocenjevali s časovnim tresenjem, ki temelji na absolutni in relativni napaki. 
Časovno tresenje opisuje razliko med izmerjeno in referenčno vrednostjo, v našem 
primeru sta to zajeti ter idealni časovni žig naprave. 
Rezultati ocen točnosti časovnih žigov strežniškega časa so predstavljeni na sliki 
4.15. Prikazani graf je dvoosni, kjer je na vodoravni osi prikazan indeks meritve, 
medtem ko na navpični osi časovni žig, izražen v sekundah. Na tem grafu so idealni 
referenčni časovni žigi prikazani kot povezana črta z modro barvo. Izhodišče 
referenčnega signala predstavlja začetek poskusa, delovni interval pa je določen kot 
razmerje med skupnim časom trajanja poskusa in številom izvedenih meritev. Zajeti 
časovni žigi pa so predstavljeni z rdečimi točkami, vendar so zaradi gostote in načina 
prikaza povezani v eno črto. Znano je, da bi se v idealnem primeru rdeče točke morale 
prekrivati z vrednostmi modre premice. To je skoraj nemogoče doseči, ker je 
natančnost izražena v milisekundah. Iz tako narisanega grafa lahko rečemo, da 
časovnega tresenja sploh ni. Če pa pogledamo tretji in četrti stolpec v tabeli 4.11, lahko 
opazimo, da je časovno tresenje prisotno. Iz opravljenih meritev lahko sklepamo, da 
se v prvih 30 sekundah časovno tresenje konstantno menja med 1 ms in 20 ms. Nato 
se v naslednjih 35 sekundah poskusa pojavlja tudi največje časovno tresenje, ko 
104 4  Ovrednotenje rezultatov 
 
vrednosti nihajo med 10 ms in 20 ms, obstajajo pa meritve, ko časovno tresenje doseže 
tudi 30 ms. V preostalih 35 sekundah je omrežje najbolj stabilno in so meritve z 
manjšimi odstopanji od pravih vrednosti ter se gibljejo med 1 ms in 10 ms. 
 
Slika 4.15:  Časovno tresenje strežniškega časa tretjega poskusa 
Rezultati ocen točnosti časovnih žigov senzorskega časa pa so predstavljeni na 
grafu, prikazanem na sliki 4.16. Tudi ta graf je dvoosni, na katerem so na vodoravni 
osi prikazani indeksi meritve, medtem ko je na navpični osi čas, prikazan v sekundah. 
Z modro črto prikazujemo vrednosti referenčnega senzorskega časa, katerega 
izhodišče predstavlja začetek poskusa, delovni interval pa je določen kot razmerje med 
skupnim časom trajanja poskusa in številom izvedenih meritev. Treba je omeniti, da 
so referenčne vrednosti izračunane na podlagi osnovnega senzorskega časa brez 
dodatne obdelave, kar ima velik vpliv na ocenjevanje časovnega tresenja. Z rdečimi 
točkami pa so narisani časovni žigi senzorskega časa, ki ima v osnovi le sekundne 
natančnosti. To je tudi razlog, zakaj so rdeče točke narisane vodoravno ena za drugo 
pri vsaki sekundi poskusa. Če se navežemo na sliko 4.9 iz drugega poskusa, se 
spomnimo, da smo zaradi majhnih razlik delovnega intervala med sosednjima 
meritvama pri vsaki sekundi, razen prve in zadnje, imeli 7 zaporednih točk. Pri tem 
poskusu pa vemo, da imamo veliko več meritev in obstaja možnost za daljše zamude 
zaradi same zasnove ter preobremenjenosti sistema, kar je tudi glavni razlog za manjše 
število zaporednih točk. Zaradi gostote točk iz tako narisanega grafa morda ne moremo 
prešteti točk, vendar lahko rečemo, da je v celotnem poskusu število točk 5 ali 6, vsakič 
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pa je odvisno od nastale zamude. Prav tako, pri rezultatih popravljenega senzorskega 
časa, katerega meritve so prikazane z zelenimi točkami, opazimo odstopanja od pravih 
vrednosti. V prvih 50 sekundah poskusa se vsaka izvedena meritev od referenčne 
meritve razlikuje v rangu 1 ms in 5 ms. Pri popravljenem senzorskem času ima to velik 
vpliv na celotno časovno tresenje, ker vsaka prejšnja meritev vpliva na naslednjo. V 
drugi polovici poskusa so razlike med izvedenimi in referenčnimi meritvami v istem 
rangu, vendar imamo tudi pričakovano večje časovno tresenje, ki z dodajanjem 
prejšnjih razlik k skupni na koncu doseže celo 800 ms. Čeprav bi si lahko mislili, da 
so takšni rezultati zelo slabi, lahko rečemo, da je to pričakovano glede na celoten 
proces popravljanja osnovnega senzorskega časa, izvedeno število meritev ter 
zakasnitve v omrežju. 
 
Slika 4.16:  Časovno tresenje izmerjenega in popravljenega senzorskega časa tretjega poskusa 
Če primerjamo časovno tresenje obeh časov, lahko sklepamo, da imamo pri 
strežniškem bolj točne meritve, ki se poznajo konstantno v celotnem poskusu. Da bi 
čim bolj točno ocenili časovne žige, smo izračunali tudi merski napaki MAE in MRE 
ter rezultate prikazali v tabeli 4.14. Pri določanju zgornje meje MAE = 50 ms izhajamo 
iz največje frekvence fiziološkega signala 20 Hz. 
 
 Točnost Natančnost 
Časovni izvor MAE [ms] MRE [%] σ [ms] 
Strežniški čas 13,17 0,09 2,31 




352,55 0,67 4,27 
Tabela 4.14:  Merski napaki in standardni odklon strežniškega in popravljenega senzorskega časa 
tretjega poskusa 
Iz predstavljenih rezultatov v tabeli 4.14 lahko sklepamo, da je strežniški čas 
dosegel zelo dobre rezultate. Ta ima veliko bolj točne meritve v primerjavi s 
popravljenim senzorskim časom, ki ima MAE krepko čez dovoljeno mejo. Sam proces 
obdelave senzorskega časa ni trivialen in ima velik vpliv tudi na ocenjevanje. V tem 
poskusu imamo tudi veliko meritev, kar pripomore k ogromnim razlikam merskih 
napak med časoma obeh naprav. Toliko, kot je MAE strežniškega časa v meji 
dovoljenega, dvakrat toliko več je MAE popravljenega senzorskega časa čez zgornjo 
mejo. Zaradi tega je očitna velika razlika tudi pri MRE. 
Rezultati ocen natančnosti strežniškega in popravljenega senzorskega časa so 
prav tako prikazani v tabeli 4.14 s standardnim odklonom. Iz rezultatov lahko 
razberemo, da ima strežniški čas manjši standardni odklon za 1,96 ms. To pomeni, da 
ima bolj konsistentne meritve, kar kaže na manjšo razpršenost vrednosti in večjo 
koncentracijo vrednosti okoli aritmetične sredine. 
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Magistrsko delo prikazuje koncept, implementacijo in prikaz delovanja sistema 
za sledenje časovnih žigov različnih naprav v protokolu MQTT. Vsak razvoj in 
izdelavo sistema spremljajo tudi težave. S prvo težavo smo se srečali pri delovanju 
senzorja za oddajo IR-signalov. Pri priključitvi senzorja na ploščo je bila LED-dioda 
neposredno priklopljena na izvor in je delovala le nekaj časa, nato pa izgorela. Po 
pregledu dokumentacije senzorja smo spremenili način delovanja, tako da smo novo 
dodano LED-diodo vzporedno vezali z uporom in jo s tem zaščitili pred polno 
napetostjo. Od takrat naprej je bilo delovanje senzorja ustrezno in brezhibno. Druga 
ter zadnja težava, na katero smo naleteli, je bila pri nastavljanju MQTT-posrednika. 
Glavni problem je bil IP-naslov strežnika, kjer gostuje MQTT-posrednik. Kot je že 
znano, je celotni vzpostavljeni sistem delujoč v lokalnem omrežju in zato je bila 
prvotna nastavitev IP-naslova na lokalnem gostitelju logična, vendar neuspešna. 
Gostovanje in delovanje MQTT-posrednika smo uspešno omogočili s tem, da smo kot 
IP-naslov MQTT-posrednika nastavili IP-naslov uporabljenega računalnika. 
V današnjem spletnem svetu obstaja veliko sistemov, ki rešujejo problem 
sinhronizacije časa. Sistem, ki smo ga razvili v okviru te magistrske naloge, ima 
številne možnosti uporabe. Glavni lastnosti sta, da omogoča cenovno ugodno in 
enostavno vzpostavitev celotnega sistema in da definira standardiziran način 
komunikacije med gradniki po trenutno najbolj popularnem protokolu MQTT. 
Rezultati prvega poskusa, ko smo testirali uspešnost delovanja daljinskega 
upravljalnika, so nam pokazali, da je to zapleten proces ter zahteva veliko 
potrpežljivosti, odgovornosti, zbranosti in natančnosti uporabnikov. Kljub takim 
zahtevam lahko glede na rezultate različnih uporabnikov zaključimo, da je bilo 
merjenje dogodkov daljinskega upravljalnika uspešno in da smo zadane cilje skoraj 
idealno izpolnili. 
V drugem poskusu smo pri testiranju delovanja senzorja bližine na kratkih 
razdaljah prav tako ocenjevali časovne žige samega senzorja ter MQTT-posrednika. 
Točnost časovnih žigov smo ocenjevali z merskima napakama MAE in MRE. Pri 
108 5  Razprava in zaključek 
 
analizi rezultatov najboljše izvedene meritve z najmanjšimi odstopanji od idealne 
vrednosti izmed vseh izvedenih poskusov med vsemi uporabniki smo dobili 
sprejemljive rezultate, saj imata oba časa vrednosti MAE v meji dovoljenega in ne 
presegata podane meje 50 ms. Prav tako smo ugotovili, da je bila MAE strežniškega 
časa 3-krat bolj točna od popravljenega senzorskega časa ter MRE bolj točna za 8 %. 
Takšni rezultati so pričakovani, saj imajo zajeti časovni žigi strežniškega časa 
natančnost v milisekundah, medtem ko ima senzorski čas le sekundne natančnosti. 
Zaradi tega smo časovne žige senzorskega časa dodatno obdelali in zapisali z 
natančnostjo v milisekundah. Kljub temu pa lahko glede na rezultate sklepamo, da se 
je na kratkih razdaljah zelo težko dovolj približati točnosti popravljenemu 
senzorskemu času k strežniškemu. Vendar to ni pravilo pri ocenjevanju natančnosti 
časovnih žigov, ko ima popravljeni senzorski čas manjši standardni odklon za 1 ms. 
Glede na dobljene rezultate drugega poskusa lahko ugotovimo, da je strežniški čas bolj 
točen, medtem ko je popravljeni senzorski čas bolj natančen. 
Pri analizi rezultatov tretjega poskusa, ko beležimo dogodke daljinskega 
upravljalnika in časovne žige različnih naprav, lahko rečemo, da smo dosegli 
sprejemljive rezultate. Pri merjenju dogodkov so se uporabniki odlično odrezali, saj so 
poskuse skoraj vedno izvedeli brez večjih odstopanj od idealne vrednosti. To je zelo 
pomembno zato, ker neposredno vpliva na število izvedenih meritev ter zabeležene 
časovne žige. Pri meritvi z najboljšimi doseženimi rezultati izmed vseh izvedenih 
meritev med vsemi uporabniki smo dobili rezultate v skladu s pričakovanji, ko sta bila 
MAE in MRE krepko boljša pri strežniškem času kot pri popravljenem senzorskem 
času. Strežniški čas ima MAE v meji dovoljenega, medtem ko ima popravljeni 
senzorski čas MAE izven dovoljene meje 50 ms. Vendar, smo glede na število 
izvedenih meritev in zakasnitev v omrežju z doseženimi rezultati zadovoljni. Prav tako 
pa pri ocenjevanju natančnosti časovnih žigov strežniški čas doseže boljši rezultat, s 
tem da ima manjši standardni odklon, kar kaže na bolj konsistentne meritve. 
Vse meritve predstavljenega sistema so bile izvedene v prostorih Laboratorija za 
uporabniku prilagojene komunikacije in ambientno inteligenco (LUCAMI) na 
Fakulteti za elektrotehniko v Ljubljani in rezultati so bili zelo dobri. Stabilnost 
povezav, hitra odzivnost in zanesljivost pri delovanju so bili ključnega pomena. 
Možnosti za nadgradnjo in izboljšavo obstoječe funkcionalnosti pri takem 
sistemu je še veliko: vzpostavitev celotnega sistema kot oblačni sistem, gostovanje 
MQTT-posrednika z javnim IP-naslovom, zamenjava shranjevanja podatkov na 
lokalnem disku s poljubno podatkovno bazo, implementacija hibridne spletne 
aplikacije za analizo in vizualizacijo shranjenih podatkov, dodajanje novih senzorjev 
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