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1 JOHDANTO 
Tämän aiheen tarjosi Ambientia Group Oy, joka on Hämeenlinnasta lähtöi-sin oleva IT-alan yritys. Ambientia on vuonna 1996 perustettu konsultointi, palvelumuotoilu ja sovelluskehitys yritys, joka tuottaa verkko- ja mobiiliso-velluksia asiakkaiden tarpeisiin. (Ambientia 2016).  Työn taustalla on toimeksiantajan ja tekijän mielenkiinto uusien sovellus-kehitystekniikoiden mahdollisuuksiin sekä niihin tutustumiseen ja niiden opiskeluun. Työn tekijällä on kokemusta verkkosovellusten ohjelmoinnista ainoastaan opintojen osalta muutaman projektin verran. Työssä käytettävien teknologioiden osalta tekijällä ei ole yhtään kokemusta. Tekijän motivaa-tiona toimii opintojen myötä herännyt mielenkiinto ohjelmointiin sekä halu oppia uutta ja kehittää itseään.   Työn tarkoituksena on selvittää ja kuvata miten yhdellä palvelimella toi-miva, Javalla ohjelmoitu monoliittinen sovellus voidaan toteuttaa käyttä-mällä erilaisia nykypäivän JavaScript-kirjastoja ja -kehyksiä. Työssä kuva-taan myös toimeksiantajan sovelluksen uudelleentoteutus JavaScript-pilvi-palvelusovellukseksi ja toteutustavan hyödyt. Työn tuotoksia tulee olemaan edellä mainitun kaltainen uusi versio toimeksiantajan sovelluksesta ja ra-portti sovelluksen toteutuksessa käytettyjen teknologioiden pääkonsep-teista, hyödyistä ja toiminnasta sekä kuvaus uuden sovelluksen päätoimin-tojen toteutuksesta opinnäytetyössä.   Sovelluksen uusi versio toteutetaan AngularJS ja Node.js teknologioiden avulla Red Hatin OpenShift Online -pilvialustalle. Opinnäytetyön teoria-osuuden alussa käydään läpi toimeksiantajan alkuperäisen sovelluksen toi-minta ja käyttötapaukset. Tämän jälkeen tutustutaan uuden version toteu-tuksessa käytettyjen teknologioiden pääkonsepteihin sekä niiden toimintaan verkkosovellusten kehityksessä. Käytännönosuudessa kuvaillaan sovelluk-sen päätoimintojen toteutus kooditasolla. Osuudessa ei tulla käymään läpi sovelluksen toiminnan kannalta vähemmän merkittäviä aspekteja, kuten ul-koasua. Käytännönosuuden pohjalta ei ole tarkoitus pystyä toteuttamaan sa-mankaltaista sovellusta, vaan sitä on tarkoitus lukea projektin rinnalla ha-vainnollistavana tukimateriaalina ja antaa käsitys miten valittuja teknologi-oita voidaan hyödyntää keskenään verkkosovellusta kehittäessä. Opinnäy-tetyön lopussa käydään läpi tehdyn työn tulokset ja kuvaillaan uuden sovel-luksen hyödyt verrattuna alkuperäiseen versioon.   Opinnäytetyön tutkimuskysymyksiä ovat:  - Mitä ovat AngularJS, Node.js ja OpenShift? - Miten toteuttaa pilvipalvelusovellus näiden teknologioiden avulla? - Mitkä ovat tämän toteutustavan hyödyt?     
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2 ALKUPERÄINEN SOVELLUS 
Alkuperäinen sovellus on niin sanottu latauslinkkigeneraattori. Sovellus toimii siten, että käyttäjä voi ladata tiedoston palvelimelle, jonka jälkeen sovellus generoi linkin, jota kautta tiedoston pääsee lataamaan. Sovellus on toteutettu monoliittisesti Java-ohjelmointikielellä. Tässä luvussa kerrotaan Javasta ja Java-ohjelmointikielestä sekä sen höydyistä ja haitoista kehittä-essä sovellusta. Tämän jälkeen käydään läpi alkuperäisen sovelluksen toi-minta ja käyttötapaukset. 
2.1 Java 
Java on ohjelmointikieli ja alusta, jonka julkaisi Sun Microsystems vuonna 1995. Nykyään on olemassa jo valtava määrä sovelluksia ja internetsivus-toja, jotka eivät toimi, ellei Javaa ole asennettuna. (Oracle n.d.a.)  Java on suunniteltu tehokkaaksi, mutta myös mahdollisimman yksinker-taiseksi verrattaessa muihin samankaltaisiin olio-painotteisiin ohjelmointi-kieliin. Olio-ohjelmointia ymmärtävän kehittäjän on erittäin helppo ottaa Java käyttöön. Javalla ohjelmoidessa säästyy myös huomattavasti vähem-mällä koodin määrällä kuin esimerkiksi C++-kielellä ohjelmoitaessa. (Ora-cle n.d.b.) Java pyrkii välttämään virhealttiita tapahtumia ja toimintaa pai-nottamalla koodin ajamisen ja sen aikana tapahtuvien virheiden tarkista-mista, joka lisää vakautta ja turvallisuutta. Java on monisäikeinen, joka tar-koittaa, että sovellukseen on mahdollista tehdä taustalla ajettavia toimintoja ja tehtäviä säikeiden avulla. (Tutorialspoint n.d.a.)  Ajettaessa Javalla ohjelmoitu sovellus, laitteelle asennettu Java-alusta kään-tää koodin laiteyhteensopivaksi tavukoodiksi. Tämä tarkoittaa sitä, että Ja-valla ohjelmoitu sovellus on helposti siirrettävissä ja ajettavissa eri laitteilla ja käyttöjärjestelmissä, kunhan sovelluksessa ei ole käytetty muiden kielien kirjastoja ja laitteella on Java-tuki asennettuna. (Oracle n.d.b.) 
2.2 Sovelluksen toiminta ja käyttötapaukset 
Sovellus on toiminnaltaan ja käyttötapauksiltaan yksinkertainen. Etusivuna aukeaa käyttöliittymä, jonka avulla tiedosto lähetetään palvelimelle (Kuva 1). Käyttäjä painaa Choose File -painiketta, jonka jälkeen hän voi valita yh-den enintään kaksi gigatavua suuren tiedoston. Tämän jälkeen asetetaan tie-doston latauskerrat eli kuinka monta kertaa palvelimelle tallennettu tiedosto voidaan ladata. Lopuksi Lähetä-painikkeella aloitetaan tiedoston lähetys.  
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  Kuva 1. Sovelluksen etusivu ja tiedoston lähetys palvelimelle 
 Kun tiedosto on onnistuneesti lähetetty palvelimelle, käyttäjä ohjataan uu-delle sivulle (Kuva 2). Sivulla kerrotaan, minkä niminen tiedosto on juuri ladattu palvelimelle ja kuinka monta kertaa se on mahdollista ladata. Tältä sivulta löytyy myös sovelluksen generoima linkki. Linkki ohjaa sivulle, jolta voi ladata palvelimelle lähetetyn tiedoston. Generoituneeseen linkkiin ei pääse käsiksi enää jälkikäteen, joten se täytyy ottaa tässä vaiheessa tal-teen, jos sen haluaa jakaa eteenpäin.  
  Kuva 2. Sovellus ilmoittaa onnistuneen latauksen tiedot ja tarjoaa generoidun linkin 
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Generoitunut linkki ei vielä lataa tiedostoa palvelimelta vaan se ohjaa käyt-täjän kuvan 3 mukaiselle uudelle sivulle. Tältä sivulta löytyy tieto, kuinka monta kertaa tiedosto on vielä mahdollista ladata sekä itse latauslinkki. Tie-doston latauskerrat päivittyvät reaaliajassa, jotta lataaja näkee, montako kertaa tiedoston voi vielä ladata.  
  Kuva 3. Tiedoston lataussivu 
 Kuvassa 4 on lopputilanne, kun tiedoston latauskerrat loppuvat. Linkkiä painaessa lataaja ohjataan sivulle, jolla kerrotaan, että tiedosto ei ole enää ladattavissa.  
  Kuva 4 Tiedosto ei ole enää ladattavissa 
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3 JAVASCRIPT-PILVIPALVELUSOVELLUS 
Alkuperäistä sovellusta ei ollut tarkoitus muuttaa vaan toteuttaa se uudel-leen hyödyntämällä uusia tekniikoita. Tässä luvussa käsitellään uuden so-velluksen tietoperusta. Tietoperustaan kuuluu sovelluksen toteutuksen ja toiminnan kannalta oleellisimmat tekniikat: OpenShift, Node.js ja Angu-larJS. Luvussa käydään läpi edellä mainittujen tekniikoiden pääkonsepteja ja niiden toimintaa. 
3.1 AngularJS 
AngularJS on Googlen työntekijöiden kehittämä ja ylläpitämä JavaScript-sovelluskehys (framework). Sen on alun perin luonut kaksi kehittäjää, Misko Hevery ja Adam Abrons vuonna 2009. Tuolloin se kantoi nimeä Ge-tAngular. AngularJS:n potentiaali huomattiin Googlella toisen projektin yh-teydessä, jossa projektin koodin määrää saatiin huomattavasti vähennettyä sen avulla. Abrons jäi myöhemmin kehityksestä pois, mutta Heverey jatkoi sitä esimiehensä Brad Greenin kanssa. He aloittivat projektin AngularJS-nimellä, perustivat työryhmän ja aloittivat sen ylläpidon Googlella. (Austin 2014.)  AngularJS on rakenteellinen, MVC-malliin perustuva sovelluskehys dynaa-misten verkkosovellusten toteuttamiseen. AngularJS loistaa varsinkin yksi-sivuisten verkkosovellusten toteuttamisessa. Kaikki sen ohjelmakoodi aje-taan selaimessa, joten se ei ole riippuvainen palvelinpuolesta. (Shirastava 2014.)   AngularJS:llä tehty sovellus rakentuu moduuleista, jotka ovat riippuvaisia toisistaan. AngularJS:n tiedon sitominen (data binding) ja riippuvuusinjek-tio (dependency injection) vähentää sovelluksen koodin määrää huomatta-vasti. AngularJS laajentaa HTML-syntaksia direktiiveillä, joiden avulla DOM:in manipulointi dynaamisesti on helpompaa ja nopeampaa, kuin esi-merkiksi AJAX:a käyttämällä. (Bégaudeau 2014.)  
3.1.1 MVC-arkkitehtuuri 
MVC tulee sanoista Model, View ja Controller. Se on sovellusrakenne, jota käytetään websovellusten kehityksessä ja jota myös AngularJS hyödyntää. Sen pääajatus on, että sovellus päivittää itseään reaaliaikaisesti ilman erilli-siä latauksia tai sivupäivityksiä. MVC mahdollistaa sovelluksen toiminnal-lisen logiikan eristämisen käyttöliittymästä. Ohjain (Controller) vastaanot-taa ja käsittelee kaikki pyynnöt ja datan. Tämän jälkeen ohjain käsittelee näkymän (View) tarvitseman datan mallin (Model) kanssa ja lähettää sen näkymälle. Näkymä luo vastaanottamastaan datasta lopullisen näkymän, joka näytetään käyttäjälle selaimessa. (Tutorialspoint n.d.b.) Kuvassa 5 on mallinnus MVC-rakenteesta ja sen toiminnasta.  
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  Kuva 5. MVC-rakenne ja toimintapolku (Tutorialspoint n.d.b.) 
 Malli on vastuussa sovelluksen datan hallitsemista. Se päivittää itseään nä-kymässä tapahtuvien muutosten ja ohjaimen toimintojen mukaan. Näkymä esittää datan käyttäjälle sen käyttämässä formaatissa. Näkymä kuuntelee ohjainta ja esittää dataa sitä mukaan, kun se vastaanottaa sitä. Ohjain kuun-telee käyttäjän toimintaa ja mallia. Ohjain tekee muutoksia malliin sitä mu-kaa, kun käyttäjä on vuorovaikutuksessa käyttöliittymän kanssa. Tämän jäl-keen ohjain vastaanottaa päivittyneen datan mallista ja välittää sen näky-mälle. (Tutorialspoint n.d.b.) 
3.1.2 Dokumenttipohja, tiedon sitominen ja direktiivit 
AngularJS:ssä dokumenttipohja (template) kirjoitetaan HTML-kielellä, jo-hon voidaan lisätä AngularJS:n omia elementtejä ja attribuutteja. AngularJS yhdistää dokumenttipohjan mallista saadun datan kanssa, jonka jälkeen oh-jain muodostaa selaimeen dynaamisen näkymän. Dokumenttipohjaa voi-daan täydentää direktiiveillä ja lausekkeilla. (Google 2016a.)  AngularJS:n direktiivit ovat DOM-elementteihin lisättäviä merkintöjä. Di-rektiivien avulla AngularJS:n oma HTML-kääntäjä pystyy liittämään DOM-elementteihin toimintoja tai muuttamaan itse elementtiä tai sen alielementtejä. (Google 2016b.)   Lausekkeet (expressions) ovat lyhyitä koodin pätkiä, joita käytetään pääasi-assa interpoloinnin yhteydessä, mutta niitä voidaan käyttää suoraan myös direktiiveissä. Lausekkeet ja niiden interpolointi mahdollistavat HTML:n ja näkymän dynaamisen ja manipuloinnin sekä skoopin muuttujien esittämi-sen ja lisäämisen näkymään. (Google 2016f.) 
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AngularJS-websovelluksissa tiedon sitominen vastaa datan automaattisesta synkronoinnista mallin ja näkymän välillä, kun sovellus on käynnissä. Kun selain kääntää AngularJS-dokumenttipohjan, se luo reaaliaikaisen näky-män. Tiedon sitominen toimii MVC-mallin mukaan eli muutokset näky-mässä päivittyvät reaaliaikaisesti malliin ja päinvastoin ilman erillisiä sivun latauksia. Malli toimii ainoana tiedonlähteenä, jonka kautta data kulkee. (Google 2016c.)   Kuva 6 demonstroi tiedon sitomisen ja direktiivien käyttöä yksinkertaisella tasolla. AngularJS otetaan käyttöön script-tagien avulla aivan, kuten muut-kin JavaScript-tiedostot. Ensimmäinen direktiivi, joka on AngularJS:n toi-minnan kannalta pakollinen, on body-tagin sisään lisätty ng-app. Tämä di-rektiivi merkitsee, että AngularJS-sovellus alkaa tästä. Direktiivi voisi olla myös heti html-tagin sisällä. Heittomerkkien sisään voidaan lisätä sille nimi, mutta sitä ei tässä tapauksessa tarvita. Seuraava direktiivi on ng-mo-del, joka lisää malliin inputName nimisen muuttujan. Tämä muuttuja tulos-tetaan sivulle lausekkeen avulla lisäämällä muuttujan nimi kaksinkertaisten aaltosulkeiden sisään. Kuvissa 7 ja 8 näkyy koodin toiminta selaimessa. Käyttäjän syöttäessä tekstikenttään jotakin, se tulostuu sivulle reaaliaikai-sesti.   
  Kuva 6. Tiedon sitomisen ja direktiivien esimerkki koodi 
 
  Kuva 7. Alkutilanne selaimessa 
  
  Kuva 8. Muuttujan tulostuminen reaaliaikaisesti                              
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3.1.3 Moduulit ja riippuvuusinjektio 
Moduulit toimivat säiliöinä sovelluksen eri osille, kuten ohjaimille, palve-luille, direktiiveille. Moduuli kokoaa ohjelman eri komponentit yhteen. Muilla sovelluksilla on yleensä päämetodi, joka käynnistää sovelluksen. AngularJS-sovelluksilla ei ole päämetodia, vaan moduuleissa määritetään, miten sovellus otetaan käyttöön. Moduulien avulla koodia on helpompi lu-kea ja sovellus voidaan jakaa uudelleenkäytettäviin osiin. (Google 2016g.)   Riippuvuusinjektio mahdollistaa sovelluksen jakamisen eri osiin. Sen avulla sovellus pääsee käsiksi sille määritettyihin komponentteihin, jotka on ohjelmoitu irrallisina. Sovellukselle voidaan asettaa riippuvuusinjektion avulla ohjaimia, direktiivejä ja palveluita. Käynnistyessä sovellus tarkistaa sen riippuvuudet ja lataa sille määritetyt komponentit. (Google 2016h.) 
3.1.4 Ohjain ja skooppi 
AngularJS:ssä ohjain määritetään JavaScript-funktiolla. Kun ohjain liite-tään DOM:iin, AngularJS luo uuden ohjain -objektin sille määritetyn nimen mukaan. Ohjainta luotaessa on mahdollista injektoida skooppi (scope)-ob-jekti sen käyttöön. Ohjaimen avulla voidaan luoda skooppi-objektiin muut-tujia ja funktioita. Ohjaimen kuuluu vastata vain sovelluksen bisneslogii-kasta eli sovelluksen toiminnan kannalta oleellisimmista asioista. (Google 2016d.)  Skooppi on objekti, joka viittaa sovelluksen malliin. Se toimii lausekkeiden suoritusympäristönä. Skooppi seuraa lausekkeita ja tapahtumia mallin ja nä-kymän välillä. Skooppi yhdistää sovelluksen ohjaimen ja näkymän sekä toi-mii datan välittäjänä niiden välillä. Kun dokumenttipohja muodostetaan se-laimeen, direktiivit lisäävät seurantalausekkeita skooppiin. Nämä lausek-keet ilmoittavat direktiiveille muutoksista, jonka avulla ne voivat esittää päivittyneen datan selaimessa reaaliaikaisesti. (Google 2016e.)  Kuvassa 9 demonstroidaan moduulin ja ohjaimen käyttöä AngularJS-sovel-luksessa. Sovelluksen ohjaimen koodi on kirjoitettu script-tagin sisään. Se alkaa moduulin ja ohjaimen määrittämisellä. Moduuli tarkoittaa tässä ta-pauksessa myös itse sovellusta ja sille annetaan nimi myApp. Ohjaimelle annetaan nimi myCtrl. Tämän jälkeen ohjaimelle asetetaan skooppi riippu-vaisuudeksi, jotta sovellus osaa ottaa sen käyttöön sovelluksen käynnisty-essä. Näiden määritysten jälkeen luodaan oma funktio ohjainta varten, jolle annetaan parametrina riippuvaisuudeksi asetettu skooppi-objekti. Funktion sisällä skooppin asetetaan kaksi muuttujaa ja yksi funktio.   Body-tagin sisään on lisätty ng-app-direktiivi, jolle on asetettu sama nimi kuin moduulille, jotta sovellus toimii. Tämän jälkeen div-elementille on an-nettu ng-controller-direktiivi, jolle annetaan luodun ohjaimen nimi. Ohjain toimii vain tämän div-elementin sisällä. Sovellus toimii siten, että käyttäjän syöte tulostuu sivulle napin painalluksella. Skooppiin lisättyä funktiota kut-sutaan ng-click-direktiivillä button-tagin sisällä. Funktio asettaa skoopin name-muuttujan arvon inputName-muuttujan mukaiseksi. Käyttäjän syöte 
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tulostuu sivulle lausekkeen avulla, jonka sisään on ketjutettu skoopin greet- ja name-muuttuja. Kuvissa 10 ja 11 on sovelluksen toiminta selaimessa.  
  Kuva 9. Ohjaimen käytön esimerkkikoodi 
 
  Kuva 10. Alkutilanne selaimessa 
 
  Kuva 11. Reaaliaikaisesti tulostunut nimi 
3.2 Node.js 
Node.js on palvelintasolle tarkoitettu JavaScript-alusta, jonka on luonut Ryan Dahl vuonna 2009. Node.js on rakennettu Chromen V8 JavaScript-moottorin päälle. Node.js:n avulla on mahdollista luoda kevyitä, skaalautu-via, nopeita, tapahtumapainotteisia ja järjestelmää tukkimattomia sovelluk-sia. (Martínez 2013.)   
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Node.js:n keveyden ja pienien teknisten vaatimusten takia se on parhaim-millaan pilvialustoilla. Muihin perinteisiin sovelluskehyksiin verrattuna Node.js on erilainen, koska se on hyvin tapahtumapainotteinen. Sovellukset ohjelmoidaan lähtökohtaisesti asynkronisesti callback-mekanismia hyö-dyntäen. Tämän etuna on esimerkiksi se, että yksittäisiin HTTP-kutsuihin voidaan liittää useita asynkronisia palvelukutsuja tukkimatta järjestelmää. Tämä mahdollistaa reaaliaikaisten sovellusten tekemisen. Asynkronisen callback-mekanismin käyttö on myös yksi merkittävimmistä haasteista. So-velluksen kasvaessa, callback-kutsuista muodostuu hyvin äkkiä todella pit-kiä ja monimutkaisia ketjuja, joita on vaikea lukea ja ymmärtää. (Salonen 2012.)  
3.2.1 Asynkroninen käyttöjärjestelmä ja toiminta 
Node.js on palvelintason sovelluskehys, joten yksi sen päätehtävistä on kä-sitellä ja vastaanottaa selaimelta tulevia pyyntöjä (request). Perinteiset pyyntöjä vastaanottavat ja välittävät käyttöjärjestelmät käsittelevät niitä li-neaarisessa järjestyksessä eli seuraava kutsu käsitellään vasta, kun edellinen on käsitelty. Tämä tarkoittaa sitä, että selain joutuu odottamaan sen aikaa, kun järjestelmä käsittelee pyynnön ja vastaa siihen. (Singh 2015.)  Kuvassa 12 demonstroidaan perinteisen järjestelmän lineaarista toimintaa. Koodi demonstroi tarjoilijan toimintaa. Tarjoilija ottaa vastaan ensimmäi-sen tilauksen, odottaa, kunnes tilaus on valmis ja tarjoilee sen. Vasta tämän jälkeen tarjoilija ottaa vastaan seuraavan tilauksen.   
  Kuva 12. Perinteisen järjestelmän lineaarinen toiminta (Singh 2015.) 
 Node.js käsittelee kutsut siten, että ne kutsut joiden käsittely kestää pidem-pään asetetaan tapahtuma jonoon (event loop). Tapahtuma jonossa niiden käsittely jatkuu edelleen, mutta nyt sovellus siirtyy käsittelemään seuraavaa kutsua tai tehtävää, jäämättä odottamaan edellisen valmistumista. Tapah-tuma jonoon siirretty kutsu tai tehtävä esitetään tai toteutetaan heti, kun se on käsitelty. Tätä toimintaa kutsutaan asynkroniseksi, jossa tehtävät ja kut-sut käsitellään niin sanotusti taustalla tukkimatta järjestelmää. (Singh 2015.)  
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Kuva 13 demonstroi Node.js:n tehtävien käsittelyä ja kutsujen käsittelyä. Esimerkkinä käytetään jälleen tarjoilijan toimintaa.  Tällä kertaa sen sijaan, että tarjoilija jää odottamaan tilauksen valmistumista, hän jatkaa eteenpäin ottamaan lisää tilauksia ja tarjoilee tilaukset, kun ne valmistuvat.  
  Kuva 13. Node.js tehtävien käsittely (Singh 2015.) 
3.2.2 Callback 
JavaScript-funktiot ovat ensimmäisen luokan olioita, mikä tarkoittaa sitä, että niitä voidaan hyödyntää aivan, kuten muitakin olioita. Funktio voidaan asettaa muuttujaan, metodin parametriksi, olion arvoksi sekä se voidaan pa-lauttaa funktiosta. Callbackit ovat JavaScriptin anonyymejä funktioita, joita voidaan asettaa toisen funktion parametreiksi. Callback-funktio voidaan suorittaa tai palauttaa funktiosta myöhemmin suoritettavaksi. Sitä voidaan käyttää määrittämällä se toisen funktion parametriksi. Callback-funktion suoriutuminen riippuu täysin funktion toiminnasta, jossa sitä käytetään. Funktio ajetaan vasta, kun sen niin sanottu isäntäfunktio on suoriutunut. Tästä syystä ei voida tarkalleen tietää, milloin callback-funktio suoritetaan. Callback-funktiot luovat pohjan Node.js:n järjestelmää tukkimattomalle ja asynkroniselle toiminnalle. (Singh 2015.)  Kuvassa 14 on kirjoitettuna yksinkertainen demonstraatio callback-funk-tion käytöstä. Kuvassa annetaan setTimeout-funktion parametrina ano-nyymi funktio, joka tulostaa konsoliin sanan world. Anonyymi funktio ei tiedä milloin sen pitäisi suoriutua. Tässä tapauksessa funktion suoriutumi-nen riippuu täysin funktiosta, jonka sisällä se on. SetTimeout-funktio on asetettu odottamaan kaksi sekuntia, jonka jälkeen sen parametriksi asetettu anonyymi funktio suoriutuu. Vaikka setTimeout-funktio on ennen hello-sa-nan tulostusta, hello-sana tulostuu ensin. Tämä johtuu siitä, että järjestelmä asettaa setTimeout-funktion suoriutumaan tapahtuma jonoon ja jatkaa eteenpäin. Kun kaksi sekuntia on kulunut, se tulostaa world-sanan.   
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   Kuva 14. Yksinkertaisen callback-funktion käyttäminen (Singh 2015.) 
3.2.3 Moduulit 
Node.js:ssä moduulit ovat JavaScript-tiedostoja, jotka sisältävät koodia eri toimintoihin ja tarkoituksiin. Moduuleita käytetään koodin jakamisessa osiin ja täten sen selkeyttämisessä. Moduulit helpottavat koodin lukua ja ehkäisevät hyvin pitkien kooditiedostojen muodostumista sekä saman koo-din toistumista. (Singh 2015.)  Moduulit voidaan jakaa kahteen eri kategoriaan: ydinmoduuleihin ja kehit-täjän omiin moduuleihin. Kehittäjän itse asentamat paketit sisältyvät myös ydinmoduuleihin ja ne otetaan käyttöön samalla tavalla. Ydin moduulit tu-levat Node.js kirjaston mukana ja niiden tarkoitus on helpottaa kehittäjän työskentelyä tarjoamalla uudelleenkäytettävää ja toistuvaa koodia. Näin ke-hittäjä säästyy koodin jatkuvalta uudelleen kirjoittamiselta. (Singh 2015.)  Kehittäjän omat moduulit ovat nimensä mukaisesti kehittäjän itse luomia, johonkin tiettyyn tarkoitukseen. Omien moduulien kirjoittaminen voi tulla tarpeeseen, jos ydinmoduulit eivät täytä kehittäjän tarpeita. (Singh 2015.)  Moduuleita voidaan hyödyntää vaatimalla niitä koodissa. Kuvassa 15 esite-tään, miten moduuli voidaan ottaa käyttöön. Ydinmoduuli otetaan käyttöön vaatimalla moduulia sen nimellä. NPM:n avulla asennetut paketit otetaan käyttöön myös samalla tavalla, koska ne sisältyvät ydin moduuleihin. Käyt-täjän oma moduuli otetaan käyttöön kirjoittamalla moduulin nimen tilalle polku siihen tiedostoon, johon moduuli on kirjoitettu.   
  Kuva 15. Moduulien käyttöönotto (Singh 2015.) 
  Omaan moduuliin kirjoitettuja funktioita, muuttujia tai muita objekteja voi-daan käyttää muissa tiedostoissa, jos moduuli jakaa ne. Kuvissa 16 ja 17 on demonstraatio, kuinka moduuli voi jakaa funktion ja kuinka sitä voidaan käyttää toisessa tiedostossa. Kuvassa 16 on kirjoitettuna funktio, joka tah-dotaan jakaa. Funktion jakaminen määritetään exports-objektin avulla. Tämä määrittää, että moduuli jakaa kirjoitetun funktion sille määritetyllä 
Java-sovelluksen muuttaminen pilvipalvelusovellukseksi  
 13 
nimellä. Jaettua funktiota voidaan käyttää toisessa tiedostossa ensin vaati-malla kirjoitettua moduulia ja tämän jälkeen kutsumalla funktiota (Kuva 17).  
  Kuva 16. Omaan moduuliin kirjoitettu funktio 
 
  Kuva 17. Moduulin funktion kutsuminen 
3.2.4 NPM 
NPM on Node.js:n oma pakettienhallintajärjestelmä, jonka avulla voi asen-taa paketteja ja koodia sekä hallita sovelluksen riippuvaisuuksia. Node.js:n päätarkoitus on, että sen ydin on kevyt ja suurin osa sovelluksen toimin-noista toteutetaan ulkoisten pakettien avulla. Tästä syystä NPM kulkee käsi kädessä Node.js:n kanssa. NPM:n avulla paketteja voidaan hallita moduu-likohtaisesti ja ne asentuvat automaattisesti, mikäli kyseinen paketti on ase-tettu sovelluksen riippuvaisuudeksi package.json-tiedostoon. Riippuvaisuu-det asentuvat, kun sovellus käynnistetään. (Salonen 2012.)  Paketit voidaan asentaa globaalisti, joka toimii käyttöjärjestelmäkohtaisesti tai projektikohtaisesti. Paketti voidaan asentaa projektikohtaisesti ajamalla projektin juuressa komento: npm install ’paketin nimi’. Lisäämällä komen-non perään -save, paketti asetetaan sovelluksen riippuvaisuudeksi. (Salonen 2012.) Kuvassa 18 esitetään sovelluksen yksikertainen package.json-tiedos-ton rakenne. Kuvassa näkyy myös asennuksen jälkeen riippuvuudeksi lis-tattu paketti.  
  Kuva 18. Package.json-tiedsto ja sen rakenne 
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3.2.5 Express 
Express on Node.js-sovelluskehys, joka tarjoaa laajan valikoiman toimin-toja ja ominaisuuksia verkkosovellusten kehitykseen. Expressin etu on, että sen kirjasto sisältää niin paljon valmiita toimintoja sovelluksen luomiseen, joiden ohjelmointi Node.js:n oman kirjaston avulla vaatisi huomattavasti enemmän työtä. (Strongloop 2016a.)  Expressissä reitityksellä viitataan siihen, kuinka sovellus vastaa käyttäjältä vastaanotettuun pyyntöön, joka kohdentuu johonkin sovelluksen URL-osoitteeseen. Jokaiselle reitille voidaan määrittää oma funktio, joka ajetaan, kun polkuun saapuu pyyntö. Jokaisella reitillä voi olla yksi tai useampi kä-sittelijä ja ne voidaan erotella HTTP-metodien mukaan. Reittien käsittelyä varten voidaan kirjoittaa myös erillinen moduuli ja erottaa reitit pääsovel-luksesta. (Strongloop 2016b.)  Express hyödyntää sovellukseen saapuvien pyyntöjen käsittelyssä request- ja response-objekteja. Request-objekti edustaa HTTP-pyyntöä, joka sisältää sille tyypillisiä tietoja, kuten pyynnön mukana tulevia parametreja ja dataa, HTTP-headereita ja muita tietoja pyytävästä osapuolesta. Response-objekti edustaa taas vastausta, jonka Express-sovellus lähettää, kun se vastaanottaa pyynnön. (Strongloop 2016c.)  Kuvassa 19 on demonstraatio yksinkertaisesta Express-sovelluksesta.  App.js-tiedostoon ollaan kirjoitettu koodi, joka käynnistää palvelinsovel-luksen, joka alkaa kuunnella porttiin 3000 saapuvaa liikennettä. Kun sovel-lus on käynnistynyt ja yhdistänyt porttiin 3000, se lähettää lokiviestin sen merkiksi. Sovellus vastaa ”Hello World!” sen juureen saapuviin pyyntöihin ja 404-koodilla sellaisiin pyyntöihin, joille ei ole reittiä määritettynä.  
  Kuva 19. Yksinkertaisen Express-sovelluksen koodi 
 Kuvassa 20 on luotuna erillinen moduuli routes.js-tiedostoon, joka määrit-telee reitit ja niiden tavat käsitellä vastaanotettuja pyyntöjä. Moduulin te-koon on käytetty Expressin Router-luokkaa. Kuvassa 21 moduuli otetaan käyttöön pääsovelluksessa app.use-funktiolla. Ensin määritetään URL-osoite, jonka perään reitit liitetään. Tämän jälkeen annetaan muuttuja, jossa on vaadittu reittimoduuli. Sovellus voi vastata nyt /tests/test- ja /tests/test2-osoitteisiin saapuviin pyyntöihin kuvan 20 mukaisilla tavoilla.  
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   Kuva 20. Reititysmoduulin koodi 
  
  Kuva 21. Reittien käyttöönotto reititysmoduulista 
 
3.3 OpenShift Online 
OpenShift Online on Red Hatin PaaS-pilvipalvelualusta. PaaS on palvelu-muoto, joka on pääasiassa suunnattu sovelluskehittäjille ja ohjelmoijille. Palveluun kuuluu yleensä, että kehittäjä voi valita palvelun tarjoamista osista, joiden avulla hän haluaa kehittää sovellusta. OpenShiftin päällä voi-daan kehittää, testata ja ylläpitää sovelluksia Red Hatin pilviympäristössä. Kehittäjän ei tarvitse huolehtia oman palvelimen pysyttämisestä ja ylläpitä-misestä, joten hän voi keskittyä täysin sovelluksen kehittämiseen (OpenShift 2016a.) OpenShift tarjoaa useita eri ohjelmointikieliä, palvelin, sovelluskehys, tietokanta ja kehitystyökalu vaihtoehtoja. Sovellukseen va-littavista sovelluskehyksistä, tietokannoista ja teknologioista puhutaan ni-millä koneisto (gear) ja kasetti (cartridge). (OpenShift 2016b.)   Koneisto on palvelinsäiliö, jolla on tarvittavat resurssit eri sovellusten aja-miseen ja ne toimivat OpenShiftin pilvessä. Koneiston sisään asennetaan kasetteja, joilla voidaan luoda sovellus. Koneistoista on tarjolla kolme eri tyyppiä: pieni, keskikokoinen ja suuri. Jokainen koko tarjoaa oletuksena yh-den gigatavun levytilaa ja niiden muistin määrä vaihtelee 512 megatavusta kahteen gigatavuun. (OpenShift 2016a.)  
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Kasetit ovat lisäosia koneistoille, jotka voivat sisältää sovelluskehyksen tai komponentteja, joiden avulla voidaan luoda sovellus ja ajaa sitä. Kasetteja on kahdenlaisia: erillisiä (standalone) ja sulautettuja (embedded). Erilliset kasetit sisältävät ohjelmointikieliä tai palvelinsovelluksia, joiden avulla on tarkoitus jakaa verkkosisältöä, kuten Node.js. Sulautetun kasetin avulla on tarkoitus parantaa sovelluksen toiminnallisuutta, mutta sen avulla pelkäs-tään ei voida luoda sovellusta. Sulautettu kasetti voi olla esimerkiksi tieto-kanta. (OpenShift 2016a.)  OpenShiftin avulla voidaan hoitaa sovelluksen horisontaali skaalaaminen. Se mahdollistaa sovelluksen reagoimisen verkkoliikenteessä tapahtuviin muutoksiin. Tämä tarkoittaa, että sovellus voi monistamalla itseään jakaa sen resursseja, kun sovellukseen kohdentuva kuorma lisääntyy. OpenShift infrastruktuuri monitoroi saapuvaa liikennettä ja automaattisesti monistaa sovellusta, kun siihen alkaa kohdentua paljon liikennettä. Liikennekuorman käsittely jakaantuu monistuneen sovelluksen kesken eikä sovellus ylikuor-mitu niin helposti. (OpenShift 2016a.)  OpenShift-alustan kanssa voidaan olla vuorovaikutuksessa, joko OpenShift-verkkokäyttöliittymän tai RHC-komentotyökalun avulla. Näi-den työkalujen käyttäminen on pakollista vain luodessa uutta sovellusta tai hallitessa sen infrastruktuuria, kuten liittäessä uutta kasettia sovellukseen. OpenShiftin-alustan kautta sovellusta voidaan myös monitoroida, ajaa ja hienosäätää. Muuten sovellusta työstetään pääasiassa Gitin ja SSH:n avulla. (OpenShift 2016b.)  Sovellusta voidaan kehittää omilla työkaluilla ja versionhallintaohjelmalla. OpenShift hoitaa sovelluksen uuden version käyttöönoton ja käynnistämi-sen sekä sen toimittamisen käyttäjien saataville. OpenShiftistä on saatavilla eri hintatasoja ilmaisesta versiosta lähtien. Hintatasojen mukaan vaihtelee mahdollisten luotavien sovellusten määrä, niiden teho ja muut lisäominai-suudet. (OpenShift 2016b.)   
Java-sovelluksen muuttaminen pilvipalvelusovellukseksi  
 17 
4 SOVELLUKSEN TOTEUTUS 
Tässä luvussa käydään läpi tehdyn työn käytännönosuus. Toimeksiantona oli toteuttaa uusi versio toimeksiantajan alkuperäisestä sovelluksesta Angu-larJS:n ja Node.js:n avulla OpenShift Online -alustalle. Luvussa tullaan käymään läpi vain uuden sovelluksen pääominaisuuksien ja toimintojen to-teutus. Osuuden tarkoitus on toimia tukimateriaalina koodia läpikäydessä. Luvussa ei tulla käymään läpi sovelluksen toiminnan kannalta vähemmän oleellisia asioita, kuten ulkoasua. Toimintojen kannalta oleellisten tiedosto-jen rakennetta ei myöskään välttämättä käydä kokonaan läpi, vaan ainoas-taan ne osat, jotka ovat sovelluksen päätoimintojen kannalta oleellisia.   Sovellusta kehitettiin suurimmaksi osaksi paikallisesti omalla tietokoneella. OpenShift otettiin käyttöön vasta myöhemmin, koska se ei ollut saatavilla kuin vasta myöhemmin projektin edettyä. Sovelluksen siirtäminen OpenShiftiin paikallisen kehityksen jälkeen pakotti odotetusti tekemään pieniä muutoksia koodissa, mutta se ei tuottanut suuria ongelmia. Sovelluk-sen paikallisesti kehittäminen oli huomattavasti nopeampaa kuin OpenShift-alustalla. Uuden koodin siirtäminen OpenShiftiin saattoi välillä viedä useita minuutteja, joten koodin toiminnan testaaminen oli hyvin hi-dasta. Kehitys toteutettiin Atom-ohjelmointieditorilla ja versionhallinta SmartGit-ohjelmalla.   Sovellusta kehitettiin uusimmalla ja vakaimmalla AngularJS-versiolla 1.5.7. Node.js-puolen ohjelmoimiseen käytettiin Express-sovelluskehystä. Paikallisesti sovellusta kehittäessä, Node.js:stä käytettiin vakainta ja suosi-telluinta versiota 4.4.7, mutta kun kehitys siirtyi OpenShift-alustalle, oli va-littava eri versio. OpenShift tarjoaa Node.js:stä vain versiota 0.x.x tai kus-tomoitua Node.js-lisäosaa, joka päivittyy aina uusimpaan saatavilla olevaan versioon. Ei ollut varmuutta, että toimisiko sovellus 0.x.x-version päällä, koska sovellusta oltiin kehitetty uudemmalla versiolla. Tästä syystä valittiin kustomoitu Node.js lisäosa varmuuden vuoksi. Alustasta määritettiin auto-maattisesti skaalautuva.  Tietokannaksi valittiin PostgreSQL. Paikallisesti kehittäessä, tietokannasta käytettiin versiota 9.4, mutta siihen tuli muutos, kun sovelluksen kehitys siirtyi OpenShiftiin, koska OpenShift tarjosi vain versiota 9.2. Tästä kehit-tyi myös pieni hetkellinen ongelma. Opin kannalta, tietokannassa käytettiin alun perin jsonb-tietotyyppiä, mutta PostgreSQL:n 9.2-versio ei tukenut tätä, joten tietokannan skeema jouduttiin laittamaan uusiksi. 
4.1 Tiedoston lähetys palvelimelle 
Toimeksiantajan sovelluksen alkuperäisessä versiossa tiedoston lähettämi-nen on tehty hyvin yksinkertaiseksi. Sama yksinkertaisuus haluttiin säilyt-tää myös uudessa versiossa, mutta muutaman uuden lisäominaisuuden kera. Uutena ominaisuutena lisättiin:  - drag and drop tiedoston valitseminen - vanhentumispäivämäärän valinta - lähettäjän sähköpostin syöttö 
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- latauslinkin lähetys sähköpostilla.  Tiedoston lähetys -sivua varten kirjoitettiin ohjain erilliseen uploadFile-Page.js-tiedostoon. Tiedostossa määritetään sovelluksen ja ohjaimen riip-puvuudet. Kuvassa 22 on sovelluksen ja ohjaimen määritykset. Sovelluksen nimi on app ja sille määritettiin hakasulkeiden sisällä sen riippuvuudet. Riippuvuuksien toimintaa käydään tarkemmin läpi myöhemmin tässä lu-vussa. Ohjaimen nimeksi annettiin fileUploadController ja sille määritettiin riippuvuuksiksi scope ja Upload-objektit. Upload-objekti tulee ng-file-upload-moduulin kanssa, jonka toimintaa käsitellään myöhemmin myös tässä luvussa.   
  Kuva 22. Tiedoston lähetys -sivun ohjaimen määritykset 
4.1.1 Tiedoston valitseminen 
Tiedoston valitsemiseen haluttiin saada normaalin hakemistosta etsimisen lisäksi drag and drop -ominaisuus, joka tarkoittaa, että käyttäjä voi valita haluamansa tiedoston myös raahaamalla sen hakemistosta sovelluksen tipu-tuslaatikkoon. Tämän toiminnon toteuttamiseksi otettiin käyttöön Danial Faridin luoma ng-file-upload-direktiivimoduuli, joka on kirjoitettu tiedos-ton lähetyksiä varten. Moduuli tuo AngularJS:ään uusia direktiivejä ja toi-mintoja tiedoston lähetykseen sekä useita lähetettävän tiedoston validointiin liittyviä direktiivejä. Suurin osa moduulin direktiiveistä merkitään ngf al-kuisesti. Moduuli voidaan ladata NPM:n avulla, jonka jälkeen se täytyy asettaa AngularJS-moduulin riippuvuudeksi sekä linkittää sivulle script-ta-geilla. (Farid 2016.)  Index.html-tiedosto on sovelluksen etusivu, jolta tiedosto lähetetään. Tie-doston valitsemista varten luotiin elementti, jonka avulla haluttu tiedosto voidaan valita. Kuvassa 23 on luotuna div-elementti, jolle on annettu drop-box-niminen luokka. Tämä luokka kertoo sovellukselle, että kyseessä on tiputuslaatikko. Luokka mahdollistaa myös tiputuslaatikkokohtaisten direk-tiivien käytön.   Ngf-drop ja select-direktiivit määrittävät, että tiedoston voi valita joko ha-kemalla tai raahaamalla. Seuraavat -disabled loppuiset direktiivit poistavat edellä mainitut toiminnot käytöstä, mikäli isDisabled-muuttuja saa arvon true. Nämä toiminnot tulevat käyttöön, kun tiedosto lähetetään palvelimelle, jotta käyttäjä ei voi valita tiedostoa enää sen jälkeen. Seuraava direktiivi on AngularJS:n oma ng-model. Direktiivi lisää malliin upFile-nimisen muut-tujan, joka saa arvoksi tiedoston, jota ollaan lähettämässä. Direktiivi ngf-
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multiple määrittää voidaanko valita useampi tiedosto lähetettäväksi vai vain yksi. Tässä tapauksessa tarve oli, että vain yksi tiedosto voidaan lähettää kerralla.   Accept ja ngf-pattern-direktiivit määrittävät, minkä tyyppiset tiedostot ovat sallittuja. Tähti merkintä tarkoittaa, että kaikki tiedostot ovat sallittuja. Tarve oli myös rajoittaa, kuinka isoja tiedostoja voitaisiin lähettää palveli-melle. Sovelluksen alkuperäisessä versiossa rajaksi oltiin asetettu kaksi gi-gatavua, joten samalla rajoituksella jatkettiin myös uudessa versiossa. Tie-dostokoko on rajoitettu kahteen gigatavuun ngf-max-size-direktiivillä me-gatavujen tarkkuudella.   Viimeinen direktiivi ng-change kuuntelee muutoksia div-elementissä. Käy-tännössä se toimii siten, että kun upFile-muuttujan arvo muuttuu, se kutsuu ohjaimeen kirjoitettua funktiota nimeltään showFileName, jolle annetaan parametrina upFile-muuttuja. Funktio muuttaa dropBoxTxt-nimisen muut-tujan arvoksi merkkijonon, joka sisältää valitun tiedoston nimen ja koon. Tämän jälkeen edellä mainittu muuttuja tulostetaan tiputuslaatikkoon lau-sekkeen avulla.  
  Kuva 23. Tiputuslaatikko-elementti ja määritykset 
4.1.2 Latauskertojen ja vanhentumispäivämäärän määritys 
Tiedoston mahdollisten latauskertojen määritys säilytettiin samanlaisena, kuin alkuperäisessä sovelluksessa. Käyttäjä voi edelleen määrittää lataus-kerrat yhden ja sadan väliltä. Latauskertojen määritykseen käytettiin taval-lista, numerotyyppistä input-elementtiä, jonka minimi ja maksimi arvoiksi annettiin yksi ja sata (Kuva 24).   
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  Kuva 24. Latauskertojen määrityksen elementti 
 Sovellukseen haluttiin lisätä mahdollisuus määrittää koska käyttäjän lähet-tämä tiedosto vanhenee, jolloin se poistetaan palvelimelta eikä se ole enää ladattavissa. Tämän avulla tallennustila ei täyty unohdetuista tiedostoista ja se pysyy siistinä. Päivämäärän valitsemiseen haluttiin käyttää kalenteriva-litsinta. Ensin yritettiin käyttää HTML5:n omaa kalenterivalitsinta, mutta se ei toiminut kaikilla selaimilla yhdenmukaisesti. Ongelmakohta oli, että joil-lakin selaimilla kalenterivalitsin oli käyttökelvoton, eikä siihen voitu imple-mentoida tarvittuja ominaisuuksia. Lopulta päädyttiin käyttämään 720kb:n AngularJS-direktiivimoduulia. Direktiivi generoi oman kalenterivalitsimen input-elementtiin, jolle voidaan antaa useita eri kalenterikohtaisia määrityk-siä. (720kb 2014.)  Kalenteridirektiivi otettiin, käyttöön ensin asettamalla se sovelluksen riip-puvuudeksi sekä linkittämällä sen tiedosto sivulle script-tageilla.  Kalente-rivalitsin luodaan lisäämällä input-tekstielementti datepicker-elementin si-sään. Vaatimuksena vanhenemispäivämäärälle oli, että käyttäjä voisi valita päivämäärän seuraavasta päivästä 30 päivän päähän. Rajojen asettamiseksi käytettiin date-min-limit ja date-max-limit määrityksiä (Kuva 25). Määri-tysten arvot lasketaan ohjaimessa (Kuva 26), jonka jälkeen ne interpoloi-daan lausekkeiden avulla. Määritykset rajaavat kalenteria siten, että rajojen ulkopuolelta ei voi valita päivämäärää. (720kb 2014.)   
  Kuva 25. Vanhenemispäivämäärän kalenterivalitsimen elementti 
 
  Kuva 26. Päivämäärä rajojen laskenta 
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4.1.3 Lähettäjän sähköpostin syöttö 
Alkuperäisessä sovelluksessa ei ollut minkäänlaista toimintoa todentaa, että kuka tiedostoa on lähettämässä. Uuteen versioon lisättiin tekstikenttä, johon käyttäjän on pakko syöttää sähköpostiosoitteensa, ennen kuin hän voi lähet-tää tiedoston. Tämä ominaisuus haluttiin lisätä, että tietokantaan saadaan jokin jälki siitä, kuka kyseisen tiedoston on lähettänyt. Ominaisuuden rin-nalle lisättiin myös mahdollisuus valita, haluaako käyttäjä sähköposti-il-moituksen, kun hänen lähettämänsä tiedosto on ladattu.   Kuvassa 27 on käyttäjän sähköpostia ja sähköposti-ilmoitusta varten luodut elementit. Sähköpostin syöttämisen kannalta oli tärkeää käyttää ng-pattern-direktiiviä. Direktiivillä voidaan määrittää, minkälainen merkkijono voi-daan syöttää tekstikenttään. Vaatimukseksi määritettiin tavallinen sähkö-postiosoitteen formaatti, jotta käyttäjä ei voi syöttää tekstikenttään ihan mitä tahansa. Sähköposti-ilmoitusta varten käytettiin checkbox-tyyppistä input-elementtiä.  
  Kuva 27. Lähettäjän sähköpostin syöttämisen elementti 
4.1.4 Latauslinkin lähetys sähköpostilla 
Uutena ominaisuutena sovellukseen lisättiin mahdollisuus lähettää palveli-melle lähetetyn tiedoston latauslinkki sähköpostilla. Käyttäjä voi lähettää linkin useaan eri osoitteeseen ja antamaan viestille aiheen sekä viestin. Säh-köpostin lähetyksen kannalta ainoaksi pakolliseksi kentäksi määritettiin vastaanottajan sähköpostiosoite. Sovellus generoi oletusaiheen ja -viestin, jos kentät jätetään tyhjiksi. Sähköpostilomaketta varten tehtiin painike, joka avaa tai sulkee sen. Tämä määrittää haluaako käyttäjä lähettää sähköpostia. Lomakkeen ollessa auki käyttäjä ei voi lähettää tiedostoa ennen kuin hän on syöttänyt ainakin yhden sallitussa formaatissa olevan sähköpostiosoitteen. Jos lomake on kiinni, sovellus tulkitsee sen siten, että käyttäjä ei halua lä-hettää sähköpostia ja lomakkeen kentät tyhjätään. Ohjaimeen tehtiin funk-tio, joka seuraa lomakkeen aukioloa.    Kuvassa 28 on sähköpostilomakkeen elementit. Vastaanottajien sähköpos-tiosoitteiden tekstikentässä käytettiin ng-pattern-direktiiviä samalla tavalla, kuin lähettäjän osoitteen kanssa. Ainoana erona on se, että käyttäjä voi syöt-tää useita sähköpostiosoitteita, kunhan ne on eroteltu puolipisteillä.  
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  Kuva 28. Sähköpostilomakkeen elementit 
4.1.5 Tiedoston lähettäminen 
Tiedoston lähettämisen kannalta pakollisiksi syötteiksi määritettiin tiedos-ton valitseminen, latauskertojen määritys, vanhentumispäivämäärän valinta sekä lähettäjän sähköpostin syöttäminen. Latauslinkin lähettäminen sähkö-postilla on vaihtoehtoista. Vastaanottajien sähköpostiosoitteiden syöttämi-nen on pakollista, mikäli linkkiä ollaan lähettämässä sähköpostilla. Sovellus ohjelmoitiin siten, että käyttäjä ei voi lähettää tiedostoa ennen kuin edellä mainitut syötteet ovat annettu vaaditulla tavalla. Muussa tapauksessa tie-doston lähetys -painike on poissa käytöstä. Painikkeeseen lisättiin ng-di-sabled-direktiivi, johon voidaan asettaa ehtoja, jolloin painike poistuu käy-töstä. Direktiivi seuraa käyttäjän syötteitä ja muuttaa painikkeen tilaa sen mukaan. Kuvassa 29 direktiivin ehdoiksi on pääasiassa määritetty, että pa-kolliset syötteet eivät saa olla tyhjiä, väärässä muodossa tai liian isoja. Pai-nikkeelle on annettu myös ng-click-direktiivi, joka kutsuu uploadFile-funk-tiota, kun painiketta painetaan sen ollessa mahdollista. Tämä funktio saa parametrinaan tiedoston, joka ollaan lähettämässä.   
  Kuva 29. Tiedoston lähetys -painike 
 Tiedoston lähetykseen kirjoitettu funktio hyödyntää ng-file-upload-moduu-lin upload-funktiota. Funktiossa määritetään upload-objektissa URL-osoite mihin objekti lähetetään sekä metodi, millä se lähetetään. Objektin sisällä annetaan myös data-objekti, joka sisältää lähetettävän tiedoston sekä muita arvoja, joita tahdotaan lähettää tiedoston mukana. (Farid 2016.)    
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Kuvassa 30 on lähetettävän objektin määritykset. Tiedosto lähetetään /upload-osoitteeseen POST-metodilla. Palvelimelle kirjoitettiin koodi, joka käsittelee /upload-osoitteeseen saapuvan liikenteen. Tiedoston lähetyksen mukana kulkeutuvat sille asetetut latauskerrat, vanhentumispäivämäärä, lä-hettäjän sähköpostiosoite, boolean-arvo haluaako käyttäjä ilmoituksen la-tauksesta sekä mahdolliset sähköpostilomakkeen syötteet. Kaikki käyttäjän syötteet lisättiin scope-objektiin ng-model-direktiivin avulla, joten ne ovat saatavilla mallista myös ohjaimen puolella.  
  Kuva 30. Tiedoston lähetys -funktio 
 Kun tiedosto on lähetetty, Node.js-palvelinsovellus lähettää vastauksena generoidun linkin, mikäli tiedoston vastaanottaminen onnistui. Linkki tu-lostetaan tiedoston tiputuslaatikkoon ilman erillistä sivun latausta. Vikati-lanteessa, mikäli tiedoston lähetys epäonnistuu, palvelin lähettää virhevies-tin ja tulostaa sen samaan paikkaan. Kuvassa 31 on funktio, kun lähetys on onnistunut. Funktio sisältää pääasiassa sovelluksen ulkoasun muutoksiin liittyviä asioita. Tärkeimpänä se muuttaa dropBoxTxt-muuttujan arvoksi palvelimelta vastaanotetun datan, joka sisältää generoidun latauslinkin. Tämä muuttuja tulostetaan tiputuslaatikkoon.   
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  Kuva 31. Lähetyksen onnistumisen käsittelevä funktio 
 Kuvassa 32 on funktio, joka hoitaa virhetilanteet, mikäli lähetys epäonnis-tuu. Virhetilanteen sattuessa toiminta on täysin samanlainen, kuin onnistu-essa. Ainoa ero on ulkoasun muutokset ja palvelimelta vastaanotettu data tulee sisältämään virheviestin. Virhetilanteet hoitava funktio on lähetyksen kannalta pakollinen.  
  Kuva 32. Lähetyksen epäonnistumisen käsittelevä funktio 
4.2 Tiedoston vastaanotto ja tallennus 
Node.js:n puolelle kirjoitettiin reittimoduuli uproutes.js-tiedostoon. Mo-duuliin on määritetty reitti, joka käsittelee käyttäjän lähettämän tiedoston vastaanoton ja tallennuksen. Samassa yhteydessä sovellus hoitaa vastaan-otetun datan validoinnin, datan tallennuksen tietokantaan, mahdollisen säh-köpostin lähetyksen sekä lopuksi generoidun latauslinkin välityksen käyt-täjälle. 
4.2.1 Tallennus Amazon S3:en 
Tiedosto lähetetään /upload-osoitteeseen POST-metodilla, joten palveli-melle kirjoitettiin reittimoduuli, joka käsittelee tiedoston ja vastaa pyyn-töön. Tiedoston tallennuspaikaksi valittiin Amazon S3, koska tiedostoja ei voida tallentaa paikallisesti projektin juureen vähäisen tallennustilan sekä sovelluksen skaalautumisen takia. Tiedostoilla on oltava vain yksi jaettu tal-
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lennustila. Amazon S3 on rajapinta, jonka kautta voi tallentaa ja hakea tie-dostoja. Amazon kutsuu tallennettuja tiedostoja nimellä key ja niiden tal-lennustiloja nimellä bucket. (Amazon Web Services 2016a.)  Tallennus S3:en hoidettiin multer, multer-s3, aws-sdk-moduulien avulla. Multer on moduuli multipart/form-datan käsittelyyn, jota pääasiassa käyte-tään tiedostojen tallennuksessa (Multer 2016). Multer-s3 laajentaa multerin kirjastoa, jotta S3 kohtaisten parametrien käyttö on mahdollista. Aws-sdk tarjoaa valmiin JavaScript-kirjaston S3 rajapinnan kanssa kommunikoimi-seen (Amazon Web Services 2016b).   Tallennettavaa tiedostoa varten kirjoitettiin oma moduuli erilliseen mul-ter.js-tiedostoon. Moduuli määrittää S3:en tallennukseen tarvittavat tunnuk-set ja tallennettavan tiedoston asetukset. Kuvassa 33 annetaan ensin S3 tal-lennustilan tunnukset. Tämän jälkeen määritetään storage-muuttujaan tal-lennustilan ja tallennettavan tiedoston asetukset. Asetuksissa määritetään, minkä nimiseen tallennustilaan eli bucketiin tiedosto tallennetaan sekä millä nimellä eli mikä on tiedoston key. Jokainen tiedosto tallennettaan omaan kansioonsa, joka saa uniikin hash-koodin. Tämän avulla säästytään päällek-käisyyksiltä ja tiedostot saavat uniikin tunnisteen. Lopuksi upload-muuttu-jaan liitetään objekti, joka sisältää tallennustilan asetukset, tiedostoa koske-vat rajoitukset sekä määrityksen, kuinka monta tiedostoa tallennetaan. Kir-joitettua moduulia käytetään asynkronisen funktion (Kuva 34) avulla, johon on liitetty virheentarkistus. Saman asynkronisen funktion sisällä hoidetaan tietokanta kyselyt sekä muut toiminnot, mikäli tiedoston tallennus ei palauta virhettä.  
  Kuva 33. Tiedoston tallennus -moduuli 
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  Kuva 34. Tallennus funktion kutsuminen 
4.2.2 Tietojen tallennus tietokantaan 
Sovelluksen toiminnan kannalta oli olennaista, että jokaisesta tiedostosta jää merkintä tietokantaan. Tietokantaan lisätään tiedoston tunnistetiedot, joiden avulla se voidaan ladata ja poistaa sekä päivittää sen tietoja. Node.js:lle on olemassa PostgreSQL-tietokantojen käyttöä varten oleva, node-postgres-moduuli. Moduuli tarjoaa ominaisuudet ja toiminnot Post-greSQL-tietokantojen käsittelyyn Node.js-alustalla (Carlsson 2016). Tieto-kantaa varten kirjoitettiin oma palvelumoduuli db.js-tiedostoon, joka ottaa yhteyden tietokantaan. Kuvassa 35 otetaan käyttöön pg-moduuli, jonka avulla luodaan client-objekti. Objektille annetaan ympäristömuuttujina tie-tokantaan yhdistämiseen tarvittavat tiedot, jonka jälkeen connect-funktiolla yritetään yhdistää tietokantaan. Yhteyden muodostettua, moduuli tarjoaa client-objektin, jonka avulla voidaan tehdä kyselyjä ja komentoja tietokan-taan muissa sovelluksen osissa (Kuva 36).   
  Kuva 35. Tietokantaan yhdistäminen 
 
  Kuva 36. Client-objekti asetettuna jakoon 
 Tiedostojen vastaanottamisen ja tallentamisen lisäksi, multer lisää request-objektiin body, file ja files-objektit, joiden avulla voidaan ottaa tietoja tal-teen tallennettavasta tiedostosta (Multer 2016). Tiedostoon liittyvät tiedot, kuten sille määritetty nimi ja tiedoston polku, löytyvät file-objektin alta. 
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Käyttäjän antamat syötteet ovat body-objektin alla. Kaikki tiedostoon liit-tyvät tiedot asetettiin samaan uploadData-objektiin (Kuva 37), jotta koodi säilyisi siistinä ja tietojen käyttäminen olisi helpompaa.  
  Kuva 37. Tiedoston data-objekti 
 Ennen tiedoston tietojen tallennusta tietokantaan, ne ovat hyvin tärkeää va-lidoida haitallisten arvojen varalta. Haitalliset syötteet voivat aiheuttaa so-velluksen kaatumisen. Jos validointi ei mene läpi, tiedoston tallennus peru-taan ja sovellus lähettää käyttäjälle virheviestin. Tietojen validointiin löytyi muutamia valmiita kirjastoja, mutta opin kannalta päädyttiin toteuttamaan oma validointi moduuli. Moduulissa tarkistetaan, että käyttäjän syötteet ovat samoissa sallituissa rajoissa kuin käyttäjäpuolellakin on määritetty.  Kun tiedot on validoitu hyväksytysti, ne lisätään tietokantaan. Tietokanta kyselyitä ja komentoja varten luotiin oma moduuli nimeltään dbqueries.js, johon kirjoitettiin jokainen sovelluksen tarvitsema kysely ja komento. Mo-duulista kutsuttiin insertFileQuery-funktiota, jolle annettiin parametrina tie-doston tiedot sisältävä objekti. Funktio sisältää tavallisen SQL Insert -ko-mennon, joka lisää uuden rivin tietokantaan tiedoston tiedoilla. (Kuva 38.)  
  Kuva 38. Insert-komento tietojen tallennusta varten 
4.2.3 Sähköpostin lähetys 
Tiedoston latauslinkin lähettäminen sähköpostilla tehtiin vaihtoehtoiseksi toiminnoksi. Jotta toimintoa voidaan käyttää, käyttäjän täytyy syöttää vä-hintään yksi validi sähköpostiosoite tai muussa tapauksessa sähköpostin vastaanottajille tarkoitettu muuttuja saa tyhjän arvon.  Kun tallennetun tie-doston tiedot on lisätty tietokantaan, tarkistetaan, onko käyttäjä antanut vas-taanottajille sähköpostiosoitteita eli onko muuttujan arvo jokin muu kuin tyhjä. Jos muuttuja ei ole tyhjä, lähetetään sähköposti.  
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Latauslinkin sähköpostia varten luotiin oma moduuli, johon kirjoitettiin sähköpostin lähetys -funktio. Funktiolle syötetään parametrina vastaanote-tun tiedoston tiedot sisältävä objekti sekä generoitu latauslinkki. Funktion rakentamiseen käytettiin Nodemailer-moduulia, joka on tarkoitettu sähkö-postin lähettämiseen. Lähetetty sähköposti sisältää tiedot ladattavasta tie-dostosta sekä tiedoston latauslinkin. Aihetta ja viestiä varten tehtiin oletus-määritykset, jos käyttäjä on päättänyt jättää ne antamatta.  Kuvassa 39 on sähköpostin lähetyksen kannalta oleellisimmat asiat Node-maileria käytettäessä.  Nodemailer käyttää sähköpostin lähetyksessä trans-porter-objektia, jonka avulla sähköposti voidaan lähettää. Objekti saa para-metrina smtpConfig-objektin, joka sisältää SMTP-sähköpostipalvelimen asetukset. Asetuksissa voidaan määrittää sähköpostipalvelimen osoite, käy-tettävän portin numero ja sähköpostipalvelimen tunnukset. Lopuksi sähkö-posti lähetetään transporter-objektin sendMail-funktiolla, jolle annetaan pa-rametrina mailOptions-objekti. Objektissa määritetään lähetettävän sähkö-postin tiedot eli lähettäjä, vastaanottaja, aihe ja viesti. (Reinman 2016.)  
  Kuva 39. Nodemailer-määritykset sähköpostia varten 
4.3 Tiedoston lataus, päivitys ja poisto 
Alkuperäisessä sovelluksessa tiedoston lataaminen onnistuu vasta erillisellä sivulla, mutta uuteen versioon lisättiin mahdollisuus ladata tiedosto myös suoraan, jos linkki lähetetään sähköpostilla. Aluksi suunnitelmana oli, että erillinen tiedoston lataussivu poistettaisiin kokonaan uudesta versiosta, mutta se päädyttiin silti säilyttämään. Syynä tälle oli lataussivun tuoma tur-vallisuuden ja varmuuden tunne lataajalle. Pelkkä yksittäinen linkki, joka aloittaa välittömästi latauksen sitä painettaessa ilman minkäänlaista saate-viestiä, saattaa aiheuttaa epävarmuutta lataajassa. Tästä syystä tiedoston la-taaminen toteutettiin siten, että sovelluksen tarjoama generoitu linkki ohjaa lataussivulle ja sähköpostin linkki aloittaa latauksen suoraan. Tällä tavoin käyttäjälle selviää aina latauslinkin alkuperä.   Tiedoston lataamista varten kirjoitettiin oma reittimoduuli downroutes.js-tiedostoon. Tiedoston lataus prosessia varten kirjoitettiin muutama eri 
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polku, joiden avulla hoidetaan lataussivun lähetys sekä tiedoston lataus, päi-vitys ja poisto. Jokainen tiedoston lataus vähentää sen latauskertoja yhdellä ja kun ne loppuvat, tiedosto poistetaan S3:sta ja tietokannasta. 
4.3.1 Lataussivu 
Jokaiselle tallennetulle tiedostolle annetaan uniikki hash-koodi, joka tallen-netaan tietokantaan. Latauslinkit ovat muodossa ’www.esim.fi/down-load/p=hash-koodi’ tai ’www.esim.fi/download/f=hash-koodi’. Erona on yhtä kuin merkkiä edeltävä kirjain. P-alkuinen ohjaa lataussivulle ja F-al-kuinen lataa tiedoston. Käytännössä tiedosto voidaan ladata lataussivun lin-killä vain muuttamalla kirjain, mutta tämä ei ole ongelma, koska tästä voi-daan olettaa, että lataajalla on jo entuudestaan käsitys linkin alkuperästä.  Tiedoston latausta varten kirjoitettiin kolme eri polkua omaan reittimoduu-liin. Lataussivua varten jouduttiin kirjoittamaan kaksi eri polkua, koska res-ponse-objektilla ei pysty lähettämään tiedostoa ja data-objektia samaan ai-kaan. Lataussivun lähetys toteutettiin siten, että kun käyttäjä painaa linkkiä, Node.js tarkistaa linkin hash-koodin avulla tietokannasta, onko tiedostoa olemassa. Jos tiedostoa ei ole olemassa se lähettää sivun, joka ilmoittaa käyttäjälle, että tiedosto ei ole enää saatavilla. Mikäli tiedosto on vielä tie-tokannassa, käyttäjälle lähetetään lataussivu. Tässä vaiheessa käyttäjälle on kuitenkin lähetetty vasta sivu ilman oikean tiedoston tietoja, joilla se voi-daan ladata. Lataussivua varten kirjoitettiin AngularJS-ohjain, joka lähettää heti sen latautuessa GET-pyynnön, johon palvelin vastaa lähettämällä käyt-täjälle tiedoston data-objektin.  Kuvassa 40 on lataussivun reitti. Kun sovellus vastaanottaa pyynnön, se ot-taa URL-osoitteen lopusta tiedoston hash-koodin request-objektista. Tieto-kanta kysely moduulista kutsutaan getFileDataQuery-funktiota, joka tekee kyselyn tietokantaan käyttämällä hash-koodia. Kysely on tarkoitettu tiedos-ton tietojen hakemiseen, mutta tässä tapauksessa, sillä tarkistetaan, onko tiedostoa olemassa.   
  Kuva 40. Lataussivun polku 
 getFileDataQuery-funktio tekee kyselyn tietokantaan, jonka jälkeen tarkis-tetaan palauttaako se yhtäkään riviä sekä onko löydetyllä tiedostolla enää 
Java-sovelluksen muuttaminen pilvipalvelusovellukseksi  
 30 
latauksia jäljellä (Kuva 41). Tiedoston latauskertoja tarkistetaan tässä yh-teydessä, koska on mahdollista, että tiedostoa ei ole ehditty vielä poistaa, vaikka sen latauskerrat ovat jo loppu. Syynä tälle on, että tiedoston lataus-kerrat päivitetään heti tiedoston latauksen alkaessa, mutta tiedosto poiste-taan vasta kun lataus on valmis. Tällöin on tiedoston latauksen pituinen ik-kuna, jolloin tiedoston latauskerrat ovat loppu, mutta sitä ei ole vielä pois-tettu. Tiedostoa ei voida myöskään päivittää vasta, kun tiedosto on ladattu, koska silloin tuon saman ikkunan aikana tiedoston lataaminen voitaisiin aloittaa uudestaan, vaikka sen latauskerrat olisivatkin jo loppu. Tässä ta-pauksessa, jos tarkistuksen ehdot täyttyvät, funktio palauttaa tiedoston data-objektin. Tämä on merkki siitä, että tiedosto on olemassa ja ladattavissa. Data-objektin palautus suorittaa callback-funktion, joka lähettää käyttäjälle lataussivun response-objektilla (Kuva 40). Muussa tapauksessa käyttäjälle ilmoitetaan, että tiedosto ei ole enää saatavilla.  
  Kuva 41. Tietojen haku -funktio 
 Lataussivua varten kirjoitettiin fileDownloadController-ohjain (Kuva 42), joka lähettää sivun latauduttua pyynnön palvelimelle. HTTP-pyyntöjä voi-daan lähettää AngularJS:n sisäänrakennetun HTTP-palvelun avulla. Ohjain lähettää GET-pyynnön palvelimelle ’/download/getFileData/hash-koodi’-osoitteeseen (Kuva 43). Hash-koodi otetaan selaimen URL-osoitteen lo-pusta, joka on tässä vaiheessa ’/download/p=hash -koodi’.  
  Kuva 42. Lataussivun ohjain 
 
  Kuva 43. Palvelimelle lähetettävä HTTP-pyyntö 
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Palvelin käsittelee pyynnön tekemällä pyynnön mukana tulleen hash-koo-din avulla tietokantaan kyselyn, jolla haetaan tiedoston data-objekti. Tähän käytettiin samaa funktiota kuin lataussivun lähetykseen, mutta tällä kertaa palvelin vastaa käyttäjälle lähettämällä tiedoston tietoja sisältävän data-ob-jektin. Objektiin sisältyy tiedoston hash-koodi, nimi, latauskerrat ja vanhe-nemispäivämäärä. (Kuva 44.) Lataussivun ohjain vastaanottaa lähetetyn data-objektin ja lisää sen mukana tulleet tiedot sivulle skoopin avulla (Kuva 45).  
  Kuva 44. Tietojen lähetys lataussivulle 
 
  Kuva 45. Vastaanotettujen tietojen lisäys sivulle 
4.3.2 Lataaminen ja päivitys 
Tiedoston latauslinkki lähettää GET-pyynnön ’/download/f=hash -koodi’-osoitteeseen, joka aloittaa tiedoston lataamisen, mutta ennen varsinaista la-tausprosessin aloittamista, sovellus päivittää tiedoston latauskerrat vähen-tämällä niitä yhdellä. Tämän lisäksi sovellus lähettää sähköposti-ilmoituk-sen tiedoston latauksesta, jos tiedoston lähettänyt osapuoli on niin määrittä-nyt.   
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Kuvassa 46 on sovelluksen toiminta ennen tiedoston latausta pyynnön saa-puessa. Sovellus hakee tietokannasta ne tiedot, joita tarvitaan tiedoston päi-vittämiseen, lataukseen ja poistoon sekä sähköpostin lähetykseen. Tietojen haun jälkeen tiedoston latauskertoja vähennetään yhdellä, jonka jälkeen vä-hennetty arvo päivitetään tietokantaan. Päivittämiseen käytetään tietokanta kysely -moduulin updateFileQuery-funktiota. Funktiossa käytetään UPDATE-komentoa, joka päivittää hash-koodilla haetun rivin latauskerrat (Kuva 47). Päivityksen jälkeen, kuvassa 46 tarkistetaan, onko tiedoston lä-hettäjä halunnut, että hänelle lähetetään sähköposti-ilmoitus tiedoston la-tauksesta. Sähköposti-ilmoitus toteutettiin myös Nodemailerin avulla. Ai-noa ero latauslinkki-sähköpostin lähetykseen verrattuna on viestin muoto.   
  Kuva 46. Toiminta ennen tiedoston latausta 
 
  Kuva 47. Latauskertojen päivitys -komento 
 Kun tiedoston latauskerrat on päivitetty ja mahdollinen sähköposti lähe-tetty, aloitetaan tiedoston lataus S3:sta. Tiedoston S3:sta latausta ja poista-mista varten kirjoitettiin oma fileHandling.js-moduuli. Kuvassa 48 kutsu-taan moduulin asynkronista downloadFile-funktiota, joka aloittaa latauksen S3:sta ja latauksen päätyttyä palauttaa arvon true. Callback-funktion sisällä seurataan koska lataus on valmistunut ja ovatko tiedoston latauskerrat lop-puneet. Vasta kun molemmat ehdot täyttyvät, sovellus poistaa tiedoston tie-tokannasta ja S3:sta. Tiedoston lataamiseen ja poistamiseen käytettiin sa-maa AWS-SDK-moduulia kuin tiedoston tallentamiseenkin.  
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  Kuva 48. Tiedoston lataus -funktion käyttö 
 Kuvassa 49 on funktio, jolla tiedosto ladataan. Tiedoston lataamiseen tarvi-taan S3-tunnukset, bucketin nimi ja tiedoston polku. Tiedoston latausta var-ten täytyy luoda lukuvirtaus (readstream), jota pitkin tiedosto ladataan vä-hitellen S3:sta. Lukuvirtaus luodaan ensin hakemalla oikea tiedosto S3:sta getObject-funktiolla, joka saa parametrina tiedoston bucketin ja polun sisäl-tävän objektin. Tämän jälkeen avataan lukuvirtaus tuohon tiedostoon. Tie-doston lataus aloitetaan pipe-funktiolla, joka saa parametrina response-ob-jektin, jolle annetaan liitteenä oikean tiedoston polku. Tiedoston lataukselle on määritetty kaksi tapahtumaa, jolloin funktio palauttaa arvon true. Ensim-mäinen on close, joka käytännössä tarkoittaa, että käyttäjä on itse lopettanut latauksen ennen sen valmistumista. Toinen on finish, joka tarkoittaa, että tiedoston lataus on valmis.   
  Kuva 49. Lataus funktion rakenne 
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4.3.3 Poistaminen 
Tiedoston poistamiseen tarvitaan myös tiedoston bucketin ja polun sisältävä options-objekti. Objekti annetaan S3:n deleteObject-funktion parametrina, jonka avulla se osaa paikantaa ja poistaa oikean tiedoston. (Kuva 50.) Tie-dosto poistetaan tietokannasta DELETE -komennon avulla, jossa kohden-netaan oikean tiedoston riviin sen hash-koodilla (Kuva 51).  
  Kuva 50. Tiedoston poistamis -funktion rakenne 
 
  Kuva 51. Tiedoston poistamis -komento 
 Vanhentuneiden tiedostojen poistoa varten tehtiin checkForExpiredFiles-funktio, jota kutsutaan setInterval-funktion avulla 12 tunnin välein. Funk-tiota kutsutaan sovelluksen juuressa app.js -tiedostossa, joten se toimii so-velluksen taustalla. (Kuva 52.) Jokaisen tiedoston vanhenemispäivämäärä tallennetaan tietokantaan millisekunteina. Vanhentuneita tiedostoja haetaan kyselyllä, joka hakee niiden tiedostojen rivit, joiden vanhenemispäivämäärä millisekunteina on pienempi kuin millisekunti määrä, joka on otettu sillä hetkellä, kun kysely tehdään. Jos rivejä löytyy, ne käydään läpi for-loopin avulla ja poistetaan tietokannasta sekä S3:sta. (Kuva 53.)  
  Kuva 52. Vanhentuneiden tiedostojen tarkistus -funktion käyttö 
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5 YHTEENVETO 
AngularJS ja Node.js ovat erittäin hyvä ja tehokas yhdistelmä yksinkertaisia ja monimutkaisempiakin verkkosovelluksia kehittäessä.  Molemmat tekno-logiat ovat aloittelevan kehittäjän omaksuttavissa suhteellisen helposti. Nii-den kattavien dokumentointien ja aktiivisten kehitysfoorumeiden avulla pääsee helposti alkuun ja selviää vastaantulevista ongelmatilanteista. Angu-larJS tarjoaa erittäin kattavat resurssit verkkosovelluksen käyttäjäpuolen ohjelmointiin ja hyvin pienellä työllä saa luotua dynaamisesti ja reaaliaikai-sesti toimivan käyttöliittymän. Node.js on erittäin laadukas ja tehokas pal-velinpuolen alusta. Suurin etu on sen pakettienhallintajärjestelmä, joka tar-joaa lähes rajattomasti paketteja, joka tarpeeseen. OpenShift on kattava pil-vipalvelu, joka tarjoaa suuren valikoiman eri teknologioita sovelluksen ke-hittämiseen sekä pilviympäristön, joka hoitaa sovelluksen ajamisen ja mo-nitoroinnin. Kehittäjä voi keskittyä täysin sovelluksen kehittämiseen.   Opinnäytetyön myötä saatiin toteutettua suunnitelmien mukainen, lähes jul-kaisu valmis uusi versio alkuperäisestä sovelluksesta, joka miellyttää itse tekijää ja toimeksiantajaa. Alkuperäiseen sovellukseen verratessa uusi ver-sio on huomattavasti edistyneempi käyttöliittymältään ja toiminnoiltaan. Uuden version käyttöliittymä on dynaaminen ja koko tiedoston palvelimelle lähettämisen prosessi voidaan tehdä ilman erillisiä sivun latauksia, mikä te-kee sovelluksen käytöstä sujuvaa. Lähetykseen liitetyt uudet valinnat tuovat monipuolisuutta, miten tiedosto voidaan toimittaa eteenpäin ja minkälaisia määrityksiä tiedostolle voidaan antaa. OpenShift hoitaa sovelluksen käyt-töönoton, ajamisen sekä sovelluksen horisontaalin skaalaamisen. Yhdellä palvelimella ajettavaa monoliittista sovellusta ei voida skaalata sen saumat-tomuuden vuoksi kuin tehostamalla palvelinkonetta fyysisesti, joka voi käydä kalliiksi. Verratessa uutta sovellusta vanhaan voi todeta, että Angu-larJS ja Node.js ovat ehdottomasti hyviä valintoja. Lopputuotteena saatiin luotua vaatimukset täyttävä sovellus, joka hyödyntää ja demonstroi sen to-teutukseen valittujen tekniikoiden parhaita puolia.   Opinnäytetyö on ollut iso ja mielenkiintoinen oppimiskokemus kokonai-suudessaan. Vaikka kyseessä oli suhteellisen yksinkertainen ja pienikokoi-nen sovellus ei ongelmilta kuitenkaan säästytty. Työn alussa tekijällä ei ol-lut yhtään kokemusta työssä käytetyistä teknologioista, joten työ sisälsi pal-jon uuden opiskelua. Kaikki oli niin uutta, että työn alkuun pääseminen ai-heutti ongelmia ja epävarmuutta ratkaisujen tekemisessä kehityksen suh-teen. Ongelmista huolimatta sovellus saatiin opinnäytetyön aikana lähes jul-kaisu valmiiksi. Työn myötä kehittäjä tuntee itsensä kehittyneen hyvin pal-jon verkkosovellusten kehittäjänä, niin AngularJS, Node.js ja OpenShiftin osalta, kuin myös yleisellä tasolla.     
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