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[Bay05].  Beispielsweise  sind  in  einem  aktuellen Oberklassefahrzeug  ungefähr  1500  Soft‐
warefunktionen  implementiert, wobei knapp 500 Funktionen mehr als ein Steuergerät be‐





laut  aktuellen Schätzungen  zukünftig  90%  aller  Innovationen  im Automobil  in  ihrer we‐
sentlichen Funktionalität durch Elektronik ergänzt sein werden. Für die Realisierung wird 
dabei aus Kostengründen überwiegend auf Standard‐Komponenten zurückgegriffen, wäh‐






























Dies  bedeutet  zum  einen,  dass  die  Entwicklung mechatronischer  Fahrzeugsysteme  bzgl. 
Hierarchisierung und Modularisierung, Kommunikation und Kooperation sowie dem pa‐













der  zusätzlichen  Besetzung  von Nischensegmenten  und  stetig  verkürzter  Produktzyklen 
eine  steigende Produktqualität und kurze Entwicklungszyklen gefordert. Um dieser Ent‐







tial wird durch diverse Studien der NASA9  [Dab04],  [Erl07] und Pfeifer  [Pfe96] unterstri‐

















dellgestützten  Funktionstests  Absicherungen  bereits  in  einer  frühen  Entwicklungsphase 
durch  Simulation  im  breiten Rahmen durchführen und  ermöglichen  so  eine höhere Pro‐
duktreife vor der realen Erprobung. Ein frühzeitiger Test und das Zusammenführen der he‐
terogenen  Entwicklungskomponenten  sind  vor  dem  Hintergrund  reduzierter  Entwick‐
lungsbudgets, verkürzter Entwicklungszyklen und  einer  steigenden Variantenvielfalt un‐
abdingbar.  Insbesondere  der  frühzeitige  Test  von  Steuergerätefunktionen,  die  Teil  me‐
chatronischer  Fahrzeugsysteme  sind,  erhalten  dadurch  einen  besonderen  Stellenwert  im 
Entwicklungsprozess. Beginnend mit Model‐in‐the‐Loop10, Software‐in‐the‐Loop11 bis hin 
zu  Hardware‐in‐the‐Loop12  kann  in  einem  durchgängigen  Prozess  getestet  werden  und 
somit eine höhere Reife der Steuergerätefunktion vor dem Einsatz  im realen Fahrzeug er‐
10 Modell‐in‐the‐Loop‐Simulation (MiL) bezeichnet eine Simulation/Tests der Regelstrecke und des Reglers auf ei‐
















Um  in  der  heterogenen  Entwicklungslandschaft  einen  integrativen  Entwicklungsprozess 
mechatronischer Fahrzeugsysteme zu gewährleisten sowie eine Mehrfachentwicklung oder 






nen  frühzeitigen,  ortsungebundenen  und  zeitunabhängigen  Ergebnisaustausch 
und ‐abgleich. 
− Ein paralleles Arbeiten in Form von Softwarekooperationen zwischen dezentralen 
Entwicklern mit  einem  kontinuierlichen  Informationsfluss  im  Falle  der Weiter‐
entwicklung wird ermöglicht. 















umgebung  benötigt  ein Datenbanksystem  im Hintergrund und wird den Grundbaustein 
zur Erfüllung der oben genannten Ziele darstellen. 








Entwicklung  mechatronischer  Fahrzeugsysteme  eingegangen.  Anschließend  werden  die 
bekannten Ansätze  zur modellbasierten Entwicklung mit  einem  zentralen Datenbanksys‐




der während  der  Entwicklung  benötigten Komponenten.  Basierend  auf  den  in Kapitel 2 
herausgearbeiteten  Informationen  erfolgt  in Kapitel 3 das Zusammenstellen der Anforde‐
rungen für generische und mechatronische Modelle im Kontext von Fahrzeugsystemen. Die 
in  Abschnitt 3.2  aufgestellte  Makroarchitektur  des  Konzeptes  der  neuen  Softwareumge‐
bung mit dem Namen „MeMo“ zur Entwicklung mechatronischer Fahrzeugsysteme wird 
danach mit konkreten Anwendungsfällen für die Unterstützung der Entwickler belegt. Die 
Anwendungsfälle unterscheiden  sich  bezüglich der Tätigkeitsfelder  (Rollen)  im Entwick‐









blick  mit  zukünftigen  Anwendungsbereichen  und  Funktionalitäten  folgender  Entwick‐
lungsstufen vorgeschlagen wird. 
Stand der Technik
(Entwicklung mechatronischer Fahrzeugsysteme, Betrachtung bekannter Ansätze und Fazit)
Konzeption der datenbasierten Softwareumgebung „MeMo“




Festlegung der Komponenten im Konzept von „MeMo“















Das Thema Datenbank  für Entwicklungsfragmente  ist  heute  insbesondere  aus dem The‐
menkomplex  Produktdatenmanagement  (PDM)  bekannt.  Während  der  PDM‐Einsatz  im 
Zusammenspiel mit CAD‐Systemen bereits recht gut funktioniert sind andere, ebenfalls im 















Teilmodelle  zu  einem  Ganzen.  Die  interdisziplinäre  Kooperation  zwischen  Entwicklern 
bringt  dabei  synergetische  Effekte  durch  das  Zusammenführen  verschiedener  Technolo‐











weise EPS14, ESP15 oder ACC16  eingesetzt, um den  steigenden Anforderungen  an Fahrsi‐










Entwicklung  dar.  Die  Erzeugung  von  serienreifen  Produkten  erfordert  ein  mehrfaches 
Durchlaufen des in Abbildung 2.1 dargestellten V‐Modells. Darin enthalten sind auch Zwi‐
schenprodukte wie Labormuster17, Funktionsmuster18 und Vorserienprodukte19, durch die 






























che  Teilfunktionen  zerlegt. Diesen werden  die  geeigneten Wirkprinzipien  bzw. 
Lösungselemente zugeordnet und die Funktionserfüllung  im Systemzusammen‐
hang geprüft. 
− Domänenspezifischer  Entwurf:  Es  erfolgt  eine  weitere  Konkretisierung  des  im 
Systementwurf erarbeiteten Lösungskonzepts in den beteiligten Domänen. Detail‐














− Modellbildung und  ‐analyse: Die beschriebenen Phasen werden  flankiert durch 
die Abbildung und Untersuchung der Systemeigenschaften mit Hilfe von Model‐
len und rechnergestützten Werkzeugen. 
− Produkt: Ergebnis des durchlaufenen Makrozyklus  ist das  fertige Produkt oder 
Modul bzw. die Baugruppe oder ein Teilelement, das sowohl als real existierendes 
Erzeugnis, aber auch als zunehmende Konkretisierung des zukünftigen Produktes 
(z. B.:  Labormuster,  Funktionsmuster,  Vorserienprodukt)  verstanden  werden 
kann. 
Die im Rahmen dieser Arbeit konzipierte und realisierte Softwareumgebung unterstützt die 




Wie  zuvor  in  den  unterschiedlichen  Phasen  beschrieben,  erfordert  die  Entwicklung me‐










tels  „top‐down‐design“21  in  einzelne  autarke  „mechatronische  Funktionsmodule“.  Diese 
sind hierarchisch so aufgeteilt, dass eine Kommunikation mit der Umgebung oder anderen 
Funktionsmodulen über eine möglichst schmale und definierte Schnittstelle erfolgen kann. 
Für  eine  Modularisierung/Hierarchisierung  werden  vier  Ebenen  eingeführt  [Hon97], 
[Liu05D]: 
− Mechatronisches Funktionsmodul  (MFM): Das MFM  ist die kleinste mechatroni‐
sche  Einheit,  bestehend  aus  den  Teildisziplinen mechatronischer  Systeme  (me‐
chanische Tragstruktur, Sensor, lokale Informationsverarbeitung und Aktor). Die 
implementierte  Informationsverarbeitung  ist mittels  Sensoren  und Aktoren mit 
der mechanischen  Tragstruktur  verbunden  und wird  für  konventionelle  Rege‐
lungsaufgaben eingesetzt. Das Funktionsmodul wird als  lokales, austauschbares 






technische  Schnittstellen  zu  anderen MFM  oder  übergeordneten  Elementen  be‐
sitzt. 
− Mechatronische Funktionsgruppe  (MFG): Die MFG gruppiert eine oder mehrere 
MFM.  Die  Funktionsgruppe  besitzt  Sensorik  und  Informationstechnik,  jedoch 
keine mechanische Tragstruktur oder Aktorik. Eine Erfüllung ihrer Funktion kann 
nur durch die unterlagerten MFM und der dort vorhandene Aktorik stattfinden. 




MFM  zusammen,  die  sowohl  physikalisch  und/oder  informationstechnisch  ge‐






chatronische  System  werden  informationstechnische  Schnittstellen  zu  weiteren 
Systemen bereitgestellt. 
− Vernetztes mechatronisches System (VMS): Ein VMS bezeichnet die oberste Ebene 
und kombiniert mehrere AMS auf  rein  informationstechnischer Basis. Die  Infor‐





















































lich  ist,  um  die  Komplexität  mechatronischer  Fahrzeugsysteme  zu  beherrschen.  Diese 
schafft die Voraussetzung, mechatronische Fahrzeugsysteme  im Team mit mehreren Ent‐












































































































jeweiligen  Steuergerätes  beinhalten.  Weiterhin  werden  die  Testergebnisse  der  Ebenen 
MiL/SiL in einer Echtzeitumgebung weitestgehend validiert und verbessert. 
 
Die  dargestellte Methode  zur  Funktionsabsicherung wird wie  in Abbildung  2.1  parallel 
zum  Entwicklungsprozess  des  mechatronischen  Fahrzeugsystems  angewandt.  Dadurch, 
dass  mehrere  Entwickler  an  den  Systemen  unterschiedlicher  Domänen  arbeiten,  ist  ein 
Entwicklungsprozess  in  Form  von  Softwarekooperationen,  der  eine  Kooperation  und 
Kommunikation  zwischen  den  beteiligten  Entwicklern  und  Testern  schafft,  unerlässlich. 
Für die Durchführung der  Funktionsabsicherung  auf den unterschiedlichen Ebenen  sind 














Aus den Veröffentlichungen  [Sch05] und  [Kva06]  ist  eine Modelldatenbank  bekannt, die 
derzeit  prototypisch  in  den  Entwicklungsbereichen  Antriebsstrang  und  Fahrwerk  ange‐
wendet wird. Die Kernfunktionalität  ist die Organisation  von hierarchisch  strukturierten 





























onen  in  Form  von Metadaten27 wie  Status, Release,  Beschreibung  des Modellursprungs, 
Richtlinien etc. sind auf der XML‐Datei verfügbar. Eine Dokumentation von Änderungen 
auf Dateiebene ist nicht möglich. 






















27 Metadaten sind  Informationen  in Textform, die Markmale  (sog. Attribute) beschreiben. Ein Beispiel hierfür  ist 
der Änderungskommentar. 
Stand der Technik 
Dateien  auf  seine  lokale  Festplatte.  Nach  dem  Herunterladen  wird  automatisch  eine  
Header‐Datei (*.h) generiert, welche #define‐Anweisungen für die Konfiguration der Soft‐
warealgorithmen  enthält.  Für  das Arbeiten  im Mehrbenutzerbetrieb  sind Zugriffsmecha‐
nismen spezifiziert, welche das Sperren von Dateien bei Weiterentwicklung erlauben. Ex‐
plizit wird darauf verwiesen, dass durch die zur Verfügung stehenden Mechanismen und 





von  der  verwendeten Variante werden  entsprechend  die  Parameterblöcke  aktiviert. Das 
vorgestellte Konzept  greift  ausschließlich  auf  lokal  verfügbare  Parameterdateien  zurück. 






Referenzen  zwischen Regelalgorithmus und Regelstrecke  erlauben. Das Arbeiten  in  Soft‐
warekooperationen mit einer transparenten Sicht des Anwenders auf den Status der betei‐




Die  Firma  dSpace  GmbH  unterstützt  die  modellbasierte  Funktionsentwicklung  u.a.  mit 
dem Produkt „TargetLink“. Das Softwareprodukt sowie das zugehörige „DataDictionary“ 
basieren auf Matlab/Simulink. Das „DataDictionary“ als zentrale Ablage für die Datenvari‐





Daten,  wie  sie  typischerweise  im  Rahmen  der  Funktionsentwicklung  und  Code‐
Generierung  für Simulink‐Modelle auftreten, verstanden. Dies beinhaltet Variablen‐, Typ‐ 











nur  lesend Zugriff  hat. Es  existiert  kein Nutzer‐  oder detailliertes Rollenkonzept  für die 
Anwender der Software. 
Über  Im‐ und Exportmöglichkeiten  kann der Anwender Daten  in/aus Dateien  (M, XML, 
ASAP etc.) schreiben oder lesen. 
Das  „DataDictionary“  ist  nicht  als  firmenweites  zentrales  Datenbanksystem  entwickelt 
worden, sondern  fokussiert ausschließlich auf die Daten‐ bzw. Variantenorganisation von 








eingesetzt  [Kun04].  Bestehend  auf  den  Einzelkomponenten  „SDA  Core  Development“, 
„Model Based Testing“, „Rapid Prototyping“, „Automatic Code Generation“ und „Model 
Based Documentation“  stellt die Komponente  „SDA  ‐ Core Development“ die Basis des 
Entwicklungswerkzeuges dar. Durch diese wird für den Entwickler ein „automotive Block‐
set“, der Modellierungsstandard und die Schnittstelle zu dem Konfigurationsmanagement 
bereitgestellt. Weitere  Schnittstellen  zu  zentralen Datenbanken,  z. B.  „Requirement  Engi‐
neering“, „Test Environment“ und „DataDictionary“, werden oder sollen zukünftig durch 
die anderen Komponenten hergestellt werden. 
Für  die  Interaktion  (Umgang mit  Pfaden  und  Bibliotheken) mit  der  Entwicklungsumge‐
bung Matlab/Simulink wird das  lokale Dateisystem des Anwenders genutzt.  In einer  sta‐
tisch  definierten  Verzeichnisstruktur,  dem  sogenannten  „Matlab  Development  Space“ 
(MDS) werden ihm die Dateien für die Projektarbeit zur Verfügung gestellt. Der MDS bietet 
die Möglichkeit mehrere Projekte parallel abzulegen und diese separat in Matlab zu nutzen. 
Die Nutzung erfolgt über den „Matlab  Integration Space“  (MIS), durch den die  richtigen 
Pfade und Bibliotheken  in Matlab zur Verfügung gestellt und direkt vom Anwender ge‐
nutzt  werden  können.  Die  Bibliotheken  enthalten  alle  generischen  Bibliothekselemente, 
z. B. das „Automotive Blockset“, und zusätzlich die projektrelevanten Elemente. 
Die beim Modellaufbau verwendeten Dateien bzw. referenzierten Dateien werden in einer 


























In der Literatur  ist mehrfach der Begriff  „Modelldatenbank“ oder  „Modellbibliothek“  zu 









rameter  ist  realisiert  und  spezielle  Blöcke  zwischen  den  einzelnen  Komponenten  (sog. 
„Connector“) organisieren die Signalzusammenführung zwischen den nach außen geführ‐
ten und internen Modellschnittstellen. 






bereithält.  Unter  einer  Datenbank  wird  im  diesem  Kontext  eine  lokale  für  den  Simu‐
linkblock  zugängliche Datenhaltung  verstanden. Die  „VeLoDyn“‐Modelle  finden  derzeit 
ausschließlich  in  der  Fahrzeuglängsdynamik  zur  Triebstrangsimulation  und  ‐applikation 
bei der  IAV GmbH Anwendung. Mittels eines Signal‐ und Steuerflusses werden die Teil‐
                                                          







Die  Betrachtung  der  Strukturierung  und  Entwicklung mechatronischer  Fahrzeugsysteme 







Eine  Evaluierung  durch  die  Literatur  bekannter  datenbankgestützter  Entwicklungswerk‐
zeuge hat gezeigt, dass bei Automobilherstellern und Zulieferern typischerweise hausinter‐



























wickler mechatronischer  Fahrzeugsysteme  und  die  damit  verbundene Abbildung  domä‐
nenübergreifender  Entwicklungsprozesse maßgeblich  durch  ein  zentrales Datenbanksys‐
tem erreicht werden kann. In Kapitel 2 erfolgte eine Evaluierung der bei unterschiedlichen 
Automobilherstellern und Zulieferern eingesetzten Systeme,  soweit diese  in der Literatur 





teten Anforderungen  (vgl. Abschnitt 2.1)  zur Entwicklung mechatronischer  Fahrzeugsys‐
teme ausgerichtet ist (vgl. Abschnitt 2.4). In diesem Kapitel erfolgt daher eine Identifikation 




sche  Modell  fasst  typischerweise  mehrere  generische  Modelle  in  einem  übergeordneten 
Modell zusammen. Basierend auf den zusammengestellten Anforderungen erfolgt  im An‐




























bzw.  informationstechnischen  Bestandteil  mechatronischer  Fahrzeugsysteme  ausmacht. 
Neben  der  reinen  Betrachtung  der Modelle  und  Funktionen werden  die Anforderungen 
durch die Arbeitsweise während der Entwicklung  erweitert.  Insbesondere die  rechnerge‐
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Gleichung 3.1 Lineares Einspurmodell mit konstanter Fahrgeschwindigkeit [Mit04] 
Ein Modell dieser Klasse wird typischerweise durch eine Vielzahl von Dateien beschrieben. 


























mentation  eine  kurze  Beschreibung  der wesentlichen Merkmale  auf Dateigrup‐
penebene  erforderlich. Änderungen  durch  die Weiterentwicklung  sind  in  Text‐
form als Metadaten zu dem Modell zu speichern. Die Metadaten, die neben der 







durch Datenvarianten  beispielsweise das  Fahrdynamikverhalten  eines Kleinwa‐
gens oder einer Luxuslimousine nachgebildet werden. Datenvarianten zu einem 
Modell  sind  separater Versionskontrolle  zu unterstellen, da die Änderung bzw. 
Optimierung  der  Parameter  keine Änderung  am Modell  bedeutet. Dies  ist  da‐
durch begründet, dass sich die Gleichung selbst nicht verändert und somit keine 
neue  bzw.  parallele  Version  des  eigentlichen  Modells  (abgebildet  durch  Glei‐
chungen) erzeugt werden muss. Eine Abbildung der Beziehung zwischen Modell 
und Parametersatz muss gewährleistet sein. 






Fachgebieten.  Während  der  integrative  Entwicklungscharakter  dieser  Systeme  ein  mög‐
lichst  frühzeitiges Zusammenführen der Teilmodelle  in einer Konfiguration oder dem so‐





Das  Integrationsmodell, welches  die  domänenspezifischen  Teilelemente  einbezieht  dient 

















− Im  Sinne  der Zusammenarbeit mehrerer  Entwickler  an  einem mechatronischen 
Fahrzeugmodell  in  Softwarekooperationen  ist  Transparenz  über  den  aktuellen 
Entwicklungsstand aller Teilelemente erforderlich. Dies bedeutet, dass der Status 
der  referenzierten  Teilelemente  im  Integrationsprojekt  ersichtlich  ist  und  eine 
schrittweise Aktualisierung der einzelnen Teilelemente erfolgen kann, um einen 
Test weiterentwickelter Modelle durchführen zu können. Die Darstellung des Sta‐
tus der Teilelemente  kann  in der Entwicklungsumgebung des Anwenders  oder 
direkt auf Dateiebene erfolgen. 





− Datenvarianten  sind  sowohl  für mechatronische  Fahrzeugsysteme  als  auch  für 
einzelne generische Modelle möglich. Für die mechatronischen Fahrzeugsysteme 
als  übergeordnete  Instanz  eines  generischen Modells  oder  anderer mechatroni‐
scher Teilelemente kann in dem separat versionierten Parametersatz eine Referenz 
zu  einem  existenten  Parametersatz  eines  generischen  Modells  oder  eines  me‐
chatronischen Fahrzeugsystems existieren. 
3.1.3 Zentrale Ablage für das modellbasierte Entwickeln 

























basierend  auf  den  Anforderungen  in  einem  Anforderungsmanagementsystem 
durchgeführt. Daher  ist es besonders wichtig, eine softwaretechnische Verknüp‐
fung zwischen dem Funktionsmodell einerseits und der Spezifikation andererseits 
herzustellen.  Der  Test  der  entwickelten  Funktionssoftware  erfolgt  im  Idealfall 
möglichst  früh  im Entwicklungsprozess durch die Simulation der Regelfunktion 
im  Verbund  mit  einem  Streckenmodell.  Das  dazu  verwendete  Streckenmodell 


















wicklung  und  die Modellbildung  von  Streckenmodellen wird  von  vielen  das Werkzeug 
Matlab/Simulink verwendet32. Der Entwickler soll  in den von  ihm verwendeten Werkzeu‐
gen unterstützt werden. Dabei lassen sich die Anforderungen bzgl. der CAE‐Werkzeuge in 
zwei  Kategorien  aufteilen.  Die  Anbindung  eines  zentralen  Datenbanksystems  erfordert 
softwaretechnische  Rahmenbedingungen,  die  unter  dem  Punkt  „Softwaretechnische 

















− Darstellung  des  Status  verwendeter  Elemente  (z. B.  „Aktuelle  Version“  oder 
„Neue Version vorhanden“). 
− Schrittweise Aktualisierung der Teilelemente in einem Integrationsmodell. 
















lementierung  werden  vorerst  mit  dem  Entwicklungswerkzeug  Matlab/Simulink  forciert 
und damit exemplarisch umgesetzt. Zu einem späteren Zeitpunkt erfolgt die Integration in 














− Bildung  einer  Fassade36  zur  Integration der  zusätzlichen  Funktionen, die  zuge‐
















nierte, nach  außen geöffnete  Schnittstelle, die  einen kontrollierten Zugriff  auf Methoden bzw. Attribute von 
Klassen gewährleistet. 
34 Eine Middleware bezeichnet in der Informatik anwendungsunabhängige Technologien, die Dienstleistungen zur 



























Unterstützung für die Entwicklung und








mit einer zentralen Datenbank
- Steuert die Organisation von  
Versionen, Konfigurationen
und Varianten












bildung  des  für  mechatronische  Systeme  typischen  integrativen  Entwicklungsprozesses 
umgesetzt. Neben der Kommunikation mit dem Datenbanksystem übernimmt die MeMo‐
Plattform  des  Weiteren  die  Kommunikation  mit  dem  CAE‐Werkzeug  (z. B.  Mat‐
lab/Simulink).  Die  bidirektionale  Kommunikation  ermöglicht  dem  Entwickler  aus  dem 
CAE‐Werkzeug  heraus  die Anforderung  von Dateien  bzw.  den Aufruf  von  verfügbaren 
Anwendungsfällen durchzuführen. Die einzelnen Elemente, das Datenbanksystem und das 
CAE‐Werkzeug werden  durch  die MeMo‐Plattform miteinander  verbunden. Die MeMo‐
Plattform  ist die Kern‐Komponente  der  gesamten Architektur  und  stellt  als Middleware 
den  zentralen Baustein  für die  notwendige Kommunikation  zwischen Datenbanksystem, 
lokaler Festplatte des Klienten und dem CAE‐Werkzeug her. Die darin enthaltenen Algo‐
rithmen  steuern  die  Organisation  mechatronischer  Teilmodelle  und  ermöglichen  so  ein 
Management von Versionen, Varianten und Konfigurationen. Ein Aufruf der darin enthal‐
tenen Funktionalität kann durch den Anwender wahlweise über die grafischen Oberflächen 
der MeMo‐Plattform  oder  über  Funktionsaufrufe  aus  dem  Entwicklungswerkzeug  selbst 























− Administrator: Verwaltet die Elemente  im Datenbanksystem und  ist  für die Zu‐
ordnung der einzelnen Nutzer in die jeweiligen Nutzergruppen zuständig. 










Der geringste Funktionsumfang  ist  für den Nutzer  in der Rolle „Anwender“ vorgesehen. 




























der  MeMo‐Plattform  und  dem  CAE‐Werkzeug  erfordert.  Nach  erfolgreicher  Simulation 
werden Mechanismen zur Dokumentation der verwendeten Modelle und Parametersätze 
benötigt. Hier  ist  darauf  zu  achten,  dass  dies  auch  für Modelle  bzw.  Elemente  erfolgen 




























































nen  sind Empfehlungen  für den Entwickler  bereitzustellen.  Sobald  ein  einzelnes Teilele‐




























In  der  Benutzerrolle  des  „Projektleiters“  stehen  neben  den Anwendungsfällen  der  „Ent‐





























































Werkzeuge  für  die  Entwicklung  mechatronischer  Fahrzeugsysteme  (vgl.  Abschnitt 4.2). 
Eine  detaillierte Analyse  dieser  erfolgt  jedoch  nicht,  da  sich  eine  erste  Implementierung 
nach dem am häufigsten eingesetzten Entwicklungswerkzeug richtet. Die Option, mit dem 


































terstützen.  Für den Anwender muss  klar  erkennbar  sein,  ob  sich  ein Element derzeit  in 
Entwicklung befindet bzw. ob es für die Verwendung durch andere Entwickler freigegeben 
ist.  Bei  Versionsmanagementsystemen werden  hierzu  zwei Arbeitsweisen  unterschieden 
[Wik02]. Die Vorgehensweise nach dem Muster „Copy Modify Merge“ lässt die gleichzeiti‐
gen Änderungen von zwei Entwicklern an einer Datei zu. Anschließend werden die Datei‐









einzelner  Anwender  die Möglichkeit  Veränderungen  vorzunehmen,  die  dieser  anschlie‐
ßend in das Datenbanksystem zurückspielt und die Datei(en) wieder freigibt. Im modellba‐
sierten Umfeld  ist dieser Mechanismus von Vorteil und schafft darüber die Basis  für eine 
Kooperation  und Kommunikation  im  integrativen  Entwicklungsprozess mechatronischer 
Fahrzeugsysteme.  Insbesondere, wenn mehrere  Entwickler  an  einem  komplexen,  hierar‐
chisch gegliederten Modell arbeiten, das sich aus verschiedenen Teilmodellen zusammen‐
setzt,  ist  eine  transparente Darstellung des Entwicklungsstatus unabdingbar. Für Teilele‐





















Modul  Das  Modul  enthält  selbst  keine 
Dateien und  stellt  eine Liste von 


























− Im  Falle  einer Modell‐  oder  Parametersatzkonfiguration muss  eine  konsistente 
Reproduktion des Integrationsmodells und der darin enthaltenen Teilelemente si‐








− Ein  Transfer  sowie  eine  Synchronisierung  der  Elemente  zwischen  dem  Daten‐
banksystem und dem Computer des Anwenders sind unter o. g. Bedingungen zu 
gewährleisten. 





Wie  in Abschnitt 3.1.1  gefordert,  sind  Parametersätze  als Datenvarianten  zu  generischen 
Modellen  (Modellierungsobjekten) und Konfigurationen  (Modellkonfigurationen) abzubil‐
den. Zu berücksichtigen ist, dass die Parametersätze ebenfalls durch eine Dateigruppe rep‐










































































mente  zu  vereinfachen,  ist  eine Anbindung  an  die  hausinterne Nutzerverwaltung wün‐
schenswert. Eine zwingende informationstechnische Vorraussetzung ist hingegen die Mög‐







































































































































































































































































Datenbanksystem  Stärken und  Schwächen. Es  gilt  abzuwägen, welches der  Systeme den 
Anforderungen am nächsten kommt bzw. ob  im Einzelfall die Möglichkeit besteht, durch 
Algorithmen in der MeMo‐Plattform entsprechende Funktionalitäten zu ergänzen. Für eine 















chenden Möglichkeiten mit Dateigruppen  zu  arbeiten  sowie  die  nicht  vorhandene  oder 
praktikable Lösung für Konfigurationen oder Varianten disqualifizieren das Werkzeug für 












































Integrationsplattform  beim Einsatz der  rechnergestützten Methode und  insbesondere  bei 
der Modellbildung und ‐analyse unterstützt werden. Hierzu zählt ebenfalls die Funktions‐




ne  einer Nachvollziehbarkeit  bzw. Änderungsverfolgung  für das  fertige Produkt  abzule‐
gen. Die Anforderungen an MeMo sind derart festgelegt, dass ein Zugriff durch Werkzeuge 
aus  beliebigen  Entwicklungsphasen möglich  ist  und  beliebige  binäre Dateien  organisiert 

















Auslegung der Teilfunktion  zu  erzielen.  In  [VDI06] werden die Entwicklungswerkzeuge 
der einzelnen Domänen in folgende Gruppen eingeteilt: 
− CAD47 wird zur Modellierung der Gestalt des zukünftigen Produktes verwendet. 
Eine Optimierung  der  Parameter  erfolgt  im Wechselspiel mit Werkzeugen  der 
FEM48 und der Simulation von Mehrkörpersystemen (MKS). 
− Die  FEM  kommt  zum  Einsatz,  um  im  Bereich  der  Strukturmechanik  und  
‐dynamik, Elektromagnetik, Fluiddynamik, Akustik oder Temperaturfelder Ana‐
lysen durchzuführen. 
− BEM49  wird  zur  Berechnung  von  Anfangs‐  und  Randwertproblemen  auf  den 
Haupteinsatzgebieten  der  Elektrostatik, Akustik, Hydromechanik  und  Thermo‐
dynamik eingesetzt. 









− Regelungstechnische Werkzeuge  ermöglichen unter Einbeziehung des  Strecken‐
verhaltens eine Auslegung der Regelstrategie sowie eine Synthese und Optimie‐
rung der Parameter. 
− Die  geforderte Anwenderfunktion wird  im Elektronikentwurf  in Form von  fest 
verdrahteter analoger oder digitaler Signalverarbeitung abgebildet und verarbei‐























Eine  Festlegung  eines Entwicklungswerkzeuges  soll vorerst nur  für  eine  erste Kopplung 
mit dem Konzept der MeMo‐Plattform erfolgen. Wie in Abschnitt 3.2 erläutert ist die Archi‐










se Werkzeuge, die  teilweise  in  [VDI06],  [Ise06],  [Mey07] oder  [Ast98] genannt sind einge‐



























− Methoden  zur  Strukturierung  hierarchisch  gegliederter  Modelle  (vgl.  Ab‐
schnitt 2.1.2) werden durch verschiedene Bibliothekskonzepte unterstützt. 
− Das modulare Konzept der Entwicklungsumgebung  ermöglicht den Einsatz di‐
verser Erweiterungen  für die Modellierung  in  speziellen Anwendungsbereichen 
(z. B. Modellierung mechanischer Systeme mit SimMechanics59). 
− Eine Modell‐ oder Toolkopplung wird durch eine Vielzahl von Werkzeugen aus 
unterschiedlichen Domänen  angeboten.  Beispielsweise  durch  das  für Mehrkör‐
persimulation eingesetzte Werkzeug ADAMS [Bre04]. 
− Die  Simulation  von  Multidomainsystemen,  verteilt  über  mehrere  verschiedene 
Computer  und  Programmsysteme,  ist mit Hilfe  zusätzlicher  Software wie  z. B. 
Exite60 oder TISC61 möglich. 
− Für  die  spätere  Eigenschaftsabsicherung  existierten  weitere  zusätzliche  Pro‐
grammsysteme  (der  Firmen  dSpace,  Tesis,  IPG  etc.)  um  effizient  mit  HiL‐
Simulatoren  zu  arbeiten. Dabei  ermöglicht der Real‐time‐Workshop62  einen Ex‐
port der Modelle aus den entsprechenden Simulatoren. 
Die Kopplung des ausgewählten Entwicklungswerkzeuges mit der MeMo‐Plattform erfor‐


















können.  Eine Organisation  von Modellen, wie  die  im Kontext mechatronischer 
Fahrzeugsysteme gefordert ist, ist darüber hinaus nicht möglich [Bre06]. 
− Eine separate „Database Toolbox“ stellt eine Datenbankschnittstelle zu relationa‐
len Datenbanken  bereit.  Eine Anwendung  dieser  Schnittstelle  ist  aufgrund  der 
benötigten Datenbankeigenschaften nicht gegeben (vgl. Abschnitt 4.1.1). 
− Matlab  bietet  weiterhin  die  Möglichkeit,  Fortran,  C,  C++,  Java‐  und  ActiveX‐
Elemente mit  in den Funktionsumfang aufzunehmen. Ein Zugriff auf diese Ele‐
mente erfolgt mit speziellen Kommandos direkt von der Matlab‐Kommandozeile. 
Die  von  Matlab  bereitgestellten  Schnittstellen  zu  Versionskontrollsystemen  über  die 
MSCCI‐Schnittstelle oder zu relationalen Datenbanken sind für die Kommunikation mit der 
MeMo‐Plattform  nicht  geeignet, da  ein Datentransfer  sowie  eine  Steuerung dessen  nicht 
wie in den Anforderungen (vgl. Abschnitte 3.1 und 4.1.1) spezifiziert möglich ist. Aufgrund 
dessen ist eine Schnittstelle über ein separates selbstentwickeltes Programm, das in Matlab 




5 Verknüpfung  vorhandener  Komponenten  mit  neuartigen 
Algorithmen in „MeMo“ 
Für das in Kapitel 3 vorgestellte Konzept einer offenen Integrationsplattform mit dem Na‐




stärker  ausgeprägt  als mit dem CAE‐Werkzeug. Dieses  ist vielmehr  als  ein variabler Be‐
standteil des Gesamtkonzepts zu sehen. Diverse CAE‐Werkzeuge, die domäneneigene Me‐
thoden  für  spezielle  Aufgabenstellungen  im  Bereich  der  Entwicklung  mechatronischer 










Das  mit  den  Anwendungsfällen  in  Abschnitt 3.3  dargestellte  Funktionsspektrum  der  
MeMo‐Plattform  erfordert  die  Implementierung  neuer Konzepte,  um  eine  umfangreiche 










den  von Modellierungsprojekten  gewährleisten  zu  können. Ausgehend  von der Evaluie‐
























onen,  die  auf  das  Datenbanksystem  zugreifen,  gewählt.  Dieser 
stellt die höchste hierarchische Ebene dar und  ermöglicht neben 
der Zuweisung von  spezifischen Attributen das Berechtigen von 






definierte  Attribute  hierarchisch  in  der  darunter  gegliederten 
Struktur,  bestehend  aus  Strukturelementen  und  Projekten,  ver‐









direkt  zugewiesenen  Attribute.  Die  Berechtigungen  können 
wahlweise hierarchisch über Strukturelemente vererbt oder über 
die MeMo‐Plattform  neu  auf dem Projekt definiert werden. Der 
Status  Archivversion  bezeichnet  eine  festgeschriebene  Version 
und  garantiert  eine  Reproduzierbarkeit  der  darin  enthaltenen 

























weitert, muss die Struktur  flexibel  erweiterbar bzw.  editierbar  sein. Die MeMo‐Plattform 











zen  zwischen Modell  und möglichen  Parametersätzen werden  dabei  für  den Anwender 
übersichtlich dargestellt. Aufgrund der Zeitverzögerung, die durch eine Recherche entste‐
hen würde, um im gleichen Strukturelement zwischen Modell‐ und Parametersatzelement 










Systemknoten für die Daten von MeMo
Strukturelement
Modell- oder Parametersatzelement
















Ablage  des  Parametersatzes, mit  dem  das Modell  validiert wurde. Der 
Inhalt  des  Verzeichnisses  wird  durch  die  Interaktion  mit  dem  CAE‐
Werkzeug standardmäßig mit dem Modell zur Simulation bereitgestellt. 
Dokumentation  Dokumentation zu dem Modell 









































dem  Vorschlag  der  hausinternen  Richtlinie  für  die  Modellierung  von  Matlab/Simulink/ 
Stateflow‐Modellen. Diese Struktur kann vom Nutzer bis auf die Verzeichnisse „Default‐




Gefordert  ist  eine  Versionskontrolle  für  einzelne  Dateien  und  Dateigruppen  (vgl.  Ab‐
schnitt 4.1.1). Die Dateigruppe fasst in Form eines Elementes ein Modell oder einen Parame‐
tersatz als eine Einheit zusammen. In Abbildung 4.1  ist das Versionierungsschema für die 
Elemente  Datei,  Modellierungsobjekt  und  ‐konfiguration  und  Parametersatzobjekt  und  
‐konfiguration dargestellt. In MeMo sind Algorithmen zur Steuerung der Versionskontrolle 




einer Versionsnummer  zu  versehen, wird dieses  in  eine  sog.  „Archivversion“  überführt, 
wie dies  in Abbildung 5.3 dargestellt  ist.  In diesem Schritt werden die darin enthaltenen 







klusive  Schreibrecht  zurückgegeben  und  eröffnet  anderen  Entwicklern  über  die MeMo‐




















Dateien und referenzierte Elemente festschreiben
Herunterladen
Neue Version erzeugen /
Version = Version +1
Einchecken /
Referenzierte Elemente










Modell‐  oder  Parametersatz‐Projekte  unterliegen  einem  Berechtigungssystem  im  Daten‐
banksystem.  Nutzer  werden  kontextabhängig  oder  nach  ihrer  organisatorischen  Abtei‐
lungszugehörigkeit in Nutzergruppen aufgenommen. Für ein Projekt im Datenbanksystem 















stufe  explizit  in den Algorithmen der MeMo‐Plattform  implementiert69. Zur Realisierung 
innerhalb der MeMo‐Plattform wird eine Benutzergruppe, die alle Nutzer zusammenfasst, 
angelegt. Diese  trägt den Namen „MeMo‐Browsen“ und  ist auf alle Elemente mit der Be‐





Browsen  Metadaten  werden  über  die  grafische  Oberfläche  der  MeMo‐
Plattform  angezeigt.  Kein  lesender  oder  schreibender  Zugriff 
auf Dateien bzw. das Projekt. 
Lesen  Metadaten werden  dargestellt.  Projekte  in Archivversion  kön‐
nen mit Hilfe der MeMo‐Plattform heruntergeladen werden. Ist 
der  angemeldete Nutzer  neben  der Gruppe  „MeMo‐Browsen“ 
noch  in  einer  weiteren  Nutzergruppe  mit  dem  Erzeuger  der 
Arbeitsversion  bzw.  der  ausgecheckten Arbeitsversion  zusam‐
mengefasst,  gestatten  die  Algorithmen  der  MeMo‐Plattform 
ebenfalls das Heruntergeladen des Projektes. 
Ändern  Metadaten werden dargestellt. Über die MeMo‐Plattform  kön‐
nen  neue  Projekte  im  Datenbanksystem  erzeugt  werden.  Ein 
Projekt in Archivversion kann mit Hilfe der MeMo‐Plattform in 
eine Arbeitsversion  (und  umgekehrt)  transferiert werden. Die 
Arbeitsversion  kann  ausgecheckt  und  weiterentwickelt  bzw. 























von Merkmalen  zu  einem Modell  und  einem  Parametersatz  (sog. Metadaten). Attribute 
werden von den Algorithmen der MeMo‐Plattform eingesetzt, um die Elemente auf einer 
von der Datei  losgetrennten Ebene  zu beschreiben und Referenzen  zwischen den Daten‐
bankelementen  (z. B. Modell und Parametersatz) abzubilden. Mit Attributen wie Kurzbe‐
schreibung,  Modellausprägung,  Schnittstellenversion,  Änderungsbeschreibung  und  Ver‐






















































nem  Tag  auf  einem  Projekt  realisiert.  Die  Attribute  „Matlab‐Suchpfad“  und  „Matlab‐
Startdatei“ sind speziell für das CAE‐Werkzeug Matlab/Simulink71 implementiert und un‐
terstützen das  interaktive Arbeiten damit. Der Wahrheitswert  „Matlab‐Suchpfad“  steuert 
z. B., ob ein Verzeichnis für den Zugriff aus Matlab bereitgestellt wird. Das Attribut „Mat‐

























Zeichenkette nein ja nein




Anwendungshinweis Zeichenkette nein ja ja
Besonderes Kommentarfeld, das vor der Anwendung des 
Elements als Hinweis-Fenster für den Nutzer erscheint. 
Der Anwendungshinweis dient u. a. der Mitteilung von 




Listenwerte ja ja nein
Kennzeichnet die verwendete Entwicklungsplattform und 
Version (z.B. Matlab 7.1 oder Dymola 6.1) Projekt 1
Kurzbeschreibung
mehrzeilige 
Zeichenkette ja ja nein Erläuternde Informationen zu einem Projekt. Projekt 1
MeMo-Projektstatus Zeichenkette nein ja ja
Statusfeld eines Projekts für den Mehrbenutzerbetrieb. 
Festgehalten wird die Aktion und der Nutzer. Projekt 1
Projekt-Änderung
mehrzeilige 
Zeichenkette ja ja nein




Listenwerte ja nein nein
Definitert den Projekttyp im Kontext MeMo.
Attributwerte: [Modellierungsprojekt, Parametersatz] Projekt 1
Projekt-Konfiguration
Wahrheits-
wert ja ja nein
Eine Konfiguration ist ein Element, das verschiedene 
separat versionierbare Elemente referenziert.
[true = Konfiguration; false = Objekt] Projekt 1
Projektgegenstand
Vordefiniterte 
Listenwerte ja nein nein
Der Modellierungsgegenstand charakterisiert ein Modell 
hinsichtlich seiner Zugehörigkeit zu einem Teilsystem in 
einem allgemeinen steuerungs- oder 
regelungstechnischen Gesamtsystem.
Attributwerte: [Funktion, Strecke, Test, System] System 
kennzeichnet ein Integrationsprojekt bestehend aus 
verschiedenen Teilmodellen. Projekt 1
Verantwortlich Zeichenkette ja ja nein Verantwortlicher Entwickler des Elements. Projekt 1



















Kennzeichnet einen Tag auf eine Archivversion eines 
Projektes; aktuelle Arbeitsversion hat keine Tags. Projekt n
Tag.Name Zeichenkette nein ja ja Name des Tags Projekt 1
Tag.Autor Zeichenkette nein ja ja Person, die den Tag angelegt hat Projekt 1
Tag.Datum Datum nein ja ja Datum, wann der Tag angelegt wurde Projekt 1
Tag.Typ Zeichenkette nein ja ja Typ eines Tags [Release, etc.] Projekt 1
Tag.Entwicklungsprojekt Zeichenkette nein ja ja Kürzel für ein Entwicklungsprojekt Projekt 1
Tag.Kommentar
mehrzeilige 
Zeichenkette nein ja ja Mehrzeiliger Kommentar Projekt 1
TagPart Attributgruppe
Kennzeichnet die Zugehörigkeit eines Verzeichnis / 
einer Datei zu einem Tag.
Verzeichnis, 
Datei n
TagPart.Name Zeichenkette nein ja ja
Name eines Tags für den festgelegt wird, ob ein 
einzelnes Verzeichnis Tag-Bestandteil ist. Das Attribut 






wert nein ja ja
Beschreibt die Zugehörigkeit eines Verzeichnisses zu 




Kennzeichnet die hierarchische Einordnung in den 
Strukturbaum von MeMo Projekt 1
MeMo-Struktur.MeMo_Ebene_1 ja ja ja Erste Gliederungsebene der Datenbankstruktur. Projekt 1
MeMo-Struktur.MeMo_Ebene_2 ja ja ja Zweite Gliederungsebene der Datenbankstruktur. Projekt 1
MeMo-Struktur.MeMo_Ebene_3 ja ja ja Dritte Gliederungsebene der Datenbankstruktur. Projekt 1
MeMo-Struktur.MeMo_Ebene_4 ja ja ja Vierte Gliederungsebene der Datenbankstruktur. Projekt 1
MeMo-Struktur.MeMo_Ebene_5 ja ja ja Fünfte Gliederungsebene der Datenbankstruktur. Projekt 1
MeMo-Struktur.MeMo_Ebene_6 ja ja ja Sechste Gliederungsebene der Datenbankstruktur. Projekt 1
Matlab-Suchpfad Boolean nein ja nein
Verzeichnis soll in den Matlab-Suchpfad übernommen 
werden. Default = False. Verzeichnis 1
Matlab-Startdatei Zeichenkette nein ja nein
Enthalt den Namen der Modell-Datei, die zum Starten 
in der Entwicklungsumgebung benötigt wird. Projekt 1
Spezifische Attribute für die Entwicklungsplattform (z.B. Matlab/Simulink)












































Modellierungsprojekt-ID Zeichenkette nein ja ja
Eindeutige ID (ExternalLink) des Modellierungsprojekts;
Attributwert wird über die JAVA-API gesetzt. Projekt 1
Modellierungsprojekt-Name Zeichenkette nein ja ja
Name (Display-Text) des Modellierungsprojektes;





Eingaben nein ja ja
Name des Fahrzeugprojekts, für das der Default-
Parametersatz erstellt wurde. Das Attribut wird von der 




Listenwerte nein ja nein
Version der Schnittstellenversion; Attributwerte: 
[unbekannt; Panama International V2; AutoSAR] Projekt 1
Modellausprägung
Vordefiniterte 
Listenwerte ja ja nein
Kennzeichnet die Ausprägung eines Modells innerhalb 
einer mdl-Datei [physikalisch-konzeptionell, 
verhaltensorientiert, implementierungsorientiert]. Datei 1
Parameter-Referenz Attributgruppe
Dient zur Referenzierung von Parametersätzen (spez. 
DoRIS-Projekt), die mit diesem Modell verwendet werden 
können. Projekt n
Parametersatz-ID Zeichenkette nein ja ja
Eindeutige ID (ExternalLink) des Parametersatzes (siehe 
Attribut Parametersatz-ID für Parametersätze);
Attributwert wird über die JAVA-API gesetzt. Projekt 1
Parametersatz-Name Zeichenkette nein ja ja
Name (Display-Text) des Parametersatzes (siehe Attribut 
Parametersatz-Name für Parametersätze);
Attributwert wird über die JAVA-API gesetzt. Projekt 1
MeMo-Fahrzeugprojekt Zeichenkette nein ja ja
Name des Fahrzeugprojekts für das der Parametersatz 
erstellt wurde (siehe Attribut MeMo-Fahrzeugprojekt für 
Parametersätze - Definition auf allg. Ebene);





































Parametersatz-ID Zeichenkette nein ja ja
Eindeutige ID (ExternalLink) des Parametersatz-Projektes; 
Attributwert wird über die JAVA-API gesetzt. Projekt 1
Parametersatz-Name Zeichenkette nein ja ja
Display-Text eines Projektes; Format: <<Projektname 
(Version X)>>; Attributwert wird über die JAVA-API 
gesetzt. Projekt 1
Modellierungsprojekt-Referenz Attributgruppe
Dient der Referenzierung von Modellierungsprojekten 
(spez. DoRIS-Projekt), die diesen Parametersatz 
verwenden. Projekt n
Modellierungsprojekt-ID Zeichenkette nein ja ja
Eindeutige ID (ExternalLink) des Modellierungsprojektes 
(siehe Attribut Modellierungsprojekt-ID für 
Modellierungsprojekte); Attributwert wird über die JAVA-
API gesetzt. Projekt 1
Modellierungsprojekt-Name Zeichenkette nein ja ja
Name (Display-Text) des Modellierungsprojekts (siehe 
Attribut Modellierungsprojekt-Name für 
Modellierungsprojekte); Attributwert wird über die JAVA-
API gesetzt. Projekt 1
Parameterzuordnung Attributgruppe
Dient zur Zuordnung von hierarchisch gegliederten 
Parameterprojekten zu den hierarchisch gegliederten 
Modellierungsprojekten einer Modellkonfiguration;
Attributgruppe wird von der JAVA-API auf 
Parameterkonfigurationen erzeugt. Projekt n
Parameterzuordnung.
Modellierungsprojekt-ID Zeichenkette nein ja ja
Eindeutige ID (ExternalLink) des Modellierungsprojekts 
dient zur Zuordnung der Attributgruppe zu einer 
Modellierungsprojekt-Referenz;
Attributwert wird über die JAVA-API gesetzt. Projekt 1
Parameterzuordnung.
Parameter-ID Zeichenkette nein ja ja
Eindeutige ID (ExternalLink) eines hierarchisch 
geschachelten Parameterprojekts dient zur Zuordnung 
des Parameterprojekts in dieser Instanz;
Attributwert wird über die JAVA-API gesetzt. Projekt 1
Parameterzuordnung.
Modell-ID Zeichenkette nein ja ja
Eindeutige ID (ExternalLink) eines hierarchisch 
geschachelten Modellierungsprojekts dient zur Zuordnung 
des Modellierungsprojekts in dieser Instanz;




























































Ein  Konfigurationsmanagement  wird  für  mechatronische  Fahrzeugmodelle  genau  dann 
benötigt, wenn  sich  ein Komplettsystem aus mehreren unterschiedlichen und ggf. domä‐
nenspezifischen Teilelementen zusammensetzt. Arbeiten darüber hinaus mehrere Entwick‐














der Konfiguration  zu  jedem Zeitpunkt und  ermöglicht  somit den Einsatz  in hierarchisch 
übergeordneten  Systemen.  Die  Weiterentwicklung  darin  enthaltener  Teilelemente  kann 












































































































<<Tag: Release B>> 
Modul gruppiert Modelle, ohne dass
explizit die Version dieser festgehalten wird.
Die Spezifikation der Version für die
einzelnen Modelle erfolgt
durch den Anwender.

















haltene  Version)  unterliegt  der  Versionskontrolle.  In  der  XML‐Datei  werden  durch  die 







Die  Identifikationsnummer  („ExternalLink“)  eines  Projekts  im  Datenbanksystem  DoRIS 
verweist immer auf ein Projekt in einer speziellen Version72. Um dennoch ein Modul abzu‐
bilden, wird  für alle enthaltenen Elemente die  Identifikationsnummer des Projekts  in der 
ersten Version eingetragen. Die MeMo‐Plattform recherchiert nach den vorhandenen Versi‐








Elemente  zu.  Die  Anwendung  von  Modellkonfigurationen  empfiehlt  sich  immer  dann, 





tet. Vielmehr werden  für  den Nutzer  Elemente  in  einer  neuen Version  farblich  gekenn‐














der Konfiguration  vollständig  abgebildet werden, ohne dass datenbankintern Kopien  er‐
zeugt werden müssen. Die Verweise werden von der MeMo‐Plattform in der Modell‐ oder 
Parametersatzkonfiguration in dem Verzeichnis „Konfiguration“73 abgelegt. Beispielhaft für 







































oder  einer  Modellkonfiguration.  Dadurch  wird  die  Möglichkeit  geschaffen,  den  Nutzer 
beim Aufbau einer neuen Konfiguration mit dem a‐priori‐Wissen im Datenbanksystem (der 






Die  Entwicklung  mechatronischer  Fahrzeugsysteme  erfordert  aufgrund  ihres  interdis‐
ziplinären Charakters  integrative Entwicklungsprozesse, durch die Algorithmen der Me‐




mechatronisches  Fahrzeugsystem, das durch  eine Modellkonfiguration  abgebildet  ist,  er‐
möglicht das parallele Arbeiten mehrerer Entwickler in einer heterogenen Modelllandschaft 
mit  unterschiedlichen  Verantwortungsbereichen.  Abbildung  5.7  zeigt  beispielhaft  einen 
Prozess mit drei beteiligen Entwicklern. 





wicklung  mit  der  zentralen  Datenbank  synchronisiert  wird,  wird  durch  die  MeMo‐
Plattform automatisch signalisiert, ob eine neue Arbeits‐ oder Archivversion vorliegt. Dies 
garantiert, dass der aktuelle Entwicklungsstand durch alle im Projekt beteiligten Entwickler 









Subsystem - Teilmodell oder
Simulink-Modell
Einchecken in das Datenarchiv



























Version b+1 Version b+2Version b+1
Version i+1






Neben  den  internen  Entwicklern  unterstützen  oftmals  auch  externe  Lieferanten  die  Ent‐
wicklung  mechatronischer  Fahrzeugsysteme.  Im  Verantwortungsbereich  der  Lieferanten 





mente  werden  zusammen  mit  einer  XML‐Datei  an  den  Lieferanten  weitergegeben.  Die 
durch den Lieferanten erzeugte Version wird basierend auf den Informationen in der zuvor 


















- Zugangspunkt für Lieferanten





















tadaten,  spezifiziert das Projekt, auf das  importiert wird und  legt  fest, welche Anwender 
nach dem Import zusätzlich mit einer E‐Mail benachrichtigt werden. Das Webportal zur In‐
tegration von Lieferanten sowie das Modul und die Modellkonfiguration ermöglichen über 
die MeMo‐Plattform  ein  transparentes Arbeiten  an  einem mechatronischen  Fahrzeugsys‐




delle  zurückgegriffen,  die  in  dem  Datenbanksystem  mit  der  MeMo‐Plattform  verwaltet 









































Die  bereits  im  Modell  verfügbaren  Eigenschaften  zu  den  Modellschnittstellen  werden 




im  Modellierungsprojekt  abgelegt.  Die  Strukturierung  der  XML‐Datei  basiert  auf  dem  











ler  beispielsweise  ein  Geschwindigkeitssignal  mit  der  physikalischen  Einheit  m⋅s‐1  und 
km⋅h‐1 miteinander verbunden wird,  folgt ein Hinweis‐Fenster mit der Bitte um Überprü‐
fung  der  verbundenen  Modellschnittstellen.  Dieser  Algorithmus  wird  durch  einen  sog. 
Callback78 aus Matlab/Simulink aufgerufen. 
Durch die Erweiterung der MeMo‐Plattform mit einem Algorithmus, der es erlaubt, inner‐

























ein  Einspurmodell,  so  kann  durch  veränderte  Parameter  das  dynamische Verhalten  des 
Verknüpfung vorhandener Komponenten mit neuartigen Algorithmen in „MeMo“ 
  88

















m = 1153 kg
…







































Gruppen  „Modellierungsprojekt‐Referenz“  und  „Parameter‐Referenz“  auf den  jeweiligen 
Elementtypen. 
Version a
















































Blauer Text: Attributwert wird vom Referenz-Projekt übernommen
Kursiver Text: Übernommener Referenz-Attributwert
1:n - Beziehung (Komposition
zwischen Modell und Parametersatz)
Abbildung einer bidirektionalen Beziehung






tersatz‐ID“  auf  dem Modell  und  der  „Modellierungsprojekt‐ID“  auf  dem  Parametersatz 





butgruppe  „Parameterzuordnung“  (vgl.  Tabelle  5.7)  verwendet.  Dies  ist  unter  anderem 
deshalb notwendig, weil eine Parametersatzkonfiguration nicht für  jedes Teilmodell einen 

















Fahrzeug (Konfiguration)    
Fahrzeug
Version b
Modellkonfiguration aus der „MeMo“ ist 
beim Anwender lokal als Matlab-Library
verfügbar. Unterliegt Versions- & 
Konfigurationsmanagement
Simulink-Block in einem Modell aus der 




Sensor (Modell)         
Version f




















Referenziert mit Hilfe von Model 
Reference oder des Library Konzepts
Referenzierung über Metadaten 
Referenzierung über Verknüpf-










Unter  der Zielsetzung, mit  der MeMo‐Plattform  die  Entwicklung mechatronischer  Fahr‐
zeugsysteme  zu unterstützen,  ist  eine Middleware  – mit dem Namen MeMo‐Plattform  – 
zwischen  den CAE‐Werkzeugen mechatronischer  Fahrzeugsysteme  und  einem  zentralen 
Datenbanksystem erforderlich (vgl. Kapitel 3). In dem nachstehenden Abschnitt 5.2.1 wird 
gezeigt, wie die Anbindung des Datenbanksystems über die MeMo‐Plattform an das Ent‐


















sind  die Aufrufparameter  für  externe  Programme  vorgegeben.  Einzelmethoden  ermögli‐
chen den Start von grafischen Benutzeroberflächen,  in denen weitere Parameter zur Aus‐
führung einer Aktion abgefragt werden. Die Realisierung einer integrativen Kopplung der 
Softwarewerkzeuge  Matlab/Simulink  und  MeMo‐Plattform  erfordert  eine  bidirektionale 
Schnittstelle. Diese sieht vor, dass aus Matlab heraus Algorithmen der MeMo‐Plattform und 
umgekehrt aufgerufen werden können. Es gilt aus den verfügbaren Schnittstellen der bei‐
den  Werkzeuge  diejenigen  auszuwählen  oder  ggf.  weitere  zu  ergänzen,  mit  denen  die 
Kommunikation von beiden Seiten gewährleistet werden kann. Eine Auflistung der in Mat‐
lab/Simulink  für  diesen  Zweck  vorhandenen  Schnittstellen  ist  in  Abschnitt 4.2.2  vorge‐
nommen worden. Neben den Anforderungen bzgl. der Kommunikation ist weiterhin zu be‐
rücksichtigen,  dass  eine  direkte  Kopplung  zweier  Javaprogramme  die  gleiche  Java‐
Runtime‐Environment (JRE)82 erfordert. Im vorliegenden Fall ist dies nicht gegeben, da die 















































































steuern. Die MeMo‐Plattform  repräsentiert  zusammen mit den  Fragmenten  (Java‐Socket‐
Verbindung und M‐Skripte) die Integrationsplattform MeMo. Beispiele für die aus der inte‐




85 Ein  Java‐Native‐Interface  (JNI) ermöglicht den Aufruf von nativen Funktionen C/C++ aus  Java. Das  JNI wird 




























downloadProjekt  Herunterladen  eines Elements  aus dem Datenbanksys‐
tem und Bereitstellung der Pfade  in der Entwicklungs‐
umgebung. 
downloadDoku  Herunterladen  der  Dokumentation  zu  einem  Modell 
und Öffnen in dem geeigneten Viewer. 
allVersions  Zeigt alle verfügbaren Versionen zu einem Element an. 


















lichst  komfortablen Zugriff  auf  die Modelle  zu  gewährleisten  sind  im  Funktionsumfang 






































wurde  Matlab/Simulink  ausgewählt,  das,  wie  in  Abschnitt 5.2  gezeigt,  mit  der  MeMo‐
Plattform  verkoppelt  wird.  In  diesem  Kapitel wird  kurz  auf  die  Implementierung  der 
MeMo‐Plattform eingegangen und beschrieben, wie diese dem Nutzer bereitgestellt wird. 
Die Unterstützung während der Modellbildung oder der Funktionsentwicklung kann  so‐







in Abschnitt 6.4  gezeigte Applikation  stellt  einen Teil des  kompletten  Funktionsumfangs 
am Beispiel eines Fahrzeugmodells mit zwei Regelsystemen dar. 
6.1 Bereitstellung für den Nutzer 







applikationen, wie  beispielsweise  SWT/JFace87  oder das OSGi‐Framework88. Es  ist durch 
verschiedene Module und Plug‐Ins erweiterbar, was bei vielen Problemstellungen die Ver‐
                                                          




























































nente kann analog zum dargestellten Vorgehen  eines generischen Modells  stattfinden.  In 











rungstiefe  für das vom Anwender gewünschte Verhalten  ausreichend, wird  im nächsten 














dass  die  Entwicklung  einzelner Modelle  oder Module  nach  demselben  Schema wie  das 
Entwickeln  eines  generischen Modells  erfolgt. Die  Besonderheit  im Kontext mechatroni‐
scher Fahrzeugsysteme ist das parallele Arbeiten an verschiedenen Modellen innerhalb ei‐



























werden. Die  innerhalb  eines Moduls gruppierten Modelle können von  jedem Entwickler 
mit Ändern‐Recht auf das Modul editiert werden. Ein Entwicklungsstand kann über alle im 
Modul gruppierten Elemente mit Hilfe eines Tags dokumentiert werden. Dieser kann auf 















hält  typischerweise das  Integrationsmodell,  in dem die hierarchisch  auf  erster Ebene ge‐





chisch  gegliederten  Modellen  setzt  die  Verfügbarkeit  aller  Modell‐Bibliotheken  und  
‐Referenzen im Suchpfad des Entwicklungswerkzeugs Matlab voraus. Die MeMo‐Plattform 
stellt  sicher, dass  alle Verzeichnispfade, die  für die  Simulation  benötigt werden,  in dem 
Entwicklungswerkzeug  verfügbar  sind.  Einsatz  findet  die Modellkonfiguration  überwie‐







der  ggf.  enthaltenen  Parametersatzobjekte  entsprechenden  Modellelementen  zugeordnet 
werden können (vgl. Abschnitt 5.1.7). 
6.3.3 Datenvarianten auf Modelle einer Konfiguration 
Die  Auswahl  der  Parametersatzelemente  für  die  Modellkonfiguration  wird  durch  die  
MeMo‐Plattform dadurch unterstützt, dass der Entwickler die  im Datenbanksystem vor‐
handenen  Elemente  über  Auswahllisten  zur  Verfügung  gestellt  bekommt,  wie  in 
Abbildung 6.4 dargestellt. Im Anschluss an die Spezifikation der Parametersatzelemente für 





Die  ausgewählten  Parametersätze werden  für  die  Simulation  in  der  Entwicklungsumge‐
bung  zur  Verfügung  gestellt,  anstelle  der  in  den Modellierungselementen  vorhandenen 





















deren Zusammenführung  in  einer übergeordneten  Instanz, wie dies durch MeMo  imple‐
mentiert ist (siehe Abschnitte 6.3.1 und 6.3.2). Die Zusammenarbeit kann in Form von Soft‐
warekooperationen  (vgl.  Abbildung  5.7)  organisiert  werden.  Dabei  wird  unterschieden 
zwischen der 
− Zusammenarbeit unternehmensinterner Entwickler mit Lieferanten und der 





und  unterdessen  eine  entkoppelte  Entwicklungsarbeit  stattfinden  kann.  Ist während  der 
Entwicklung ein stetiger Modellabgleich oder ‐austausch mit den unternehmensintern ent‐
wickelten Modellen erforderlich, kann darüber hinaus eine Einbindung des externen Liefe‐
ranten über  spezielle  IT‐Einwahlknoten bewerkstelligt werden und  so  ein Entwicklungs‐



















































Das  Diagramm  zeigt  das  Fahrmanöver  einer  μ‐Split‐Bremsung,  das  zum  Zeitpunkt 








































ne  Organisationseinheiten  hinweg  und  auch  mit  externen  Lieferanten.  Dieses  geschieht 
über  ein  spezielles  Webportal.  Dabei  ist  stets  sichergestellt,  dass  die  Entwicklung  me‐
chatronischer Systeme  in einem  integrativen Entwicklungsprozess erfolgen kann und Mo‐
delle  unter  Verwendung  eines  Variantenmanagements  in  diversen  Projekten  eingesetzt 
werden können. 























− Beurteilung  des Modells  aufgrund  eines  allgemeingültigen Richtlinienkataloges 
(z. B. [VWM06]) 
Die  drei  genannten Kriterien  sind  softwaretechnisch  auszuwerten.  Eine  Beurteilung  auf‐
grund eines Richtlinienkatalogs kann automatisiert mit Hilfe der Matlab‐Erweiterung z. B. 
„Model Advisor“ erfolgen. Weiterhin haben die Schnittstellen bereits bei Projektstart eine 






















































































































































































































































































































































































































Kriterium [Lin03], [Gu031] [Fu06] [Klo06]
Anwendungsgebiet (Fokus der 
gespeicherten Elemente) Triebstrangsimulation
Austausch von Modellen mit 
Lieferanten Fahrdynamiksimuation
Zentrale Ablage der Daten (DB) Keine zentrale Ablage Keine zentrale Ablage Keine zentrale Ablage
Verwendetes Datenbanksystem kein Datenbanksystem kein Datenbanksystem kein Datenbanksystem
Struktur der Datenbank nicht vorhanden kein Datenbanksystem kein Datenbanksystem
Lokale Organisation der Dateien
Dateien werden in einem Träger-
Block "Velodyn-Block" organisiert. keine Aussage
Komponentenbasierte Ablage in 
Verzeichnissen und Dateien
Versionkontrolle für einzelne Dateien nein ja nein
Versionkontrolle für Dateigruppen
gebündelt durch den VeLoDyn-
Block, der selbst keine 
Versionkontrolle hat keine Aussage nein
Konfigurationsmanagement nein
Wird als Aufgabe der 
Modellbibliothek genannt, die 
Funktion ist jedoch nicht 
beschrieben. nein
Konfigurationsmanagement für 
Dateigruppen nein keine Aussage nein
Single-Source-Prinzip Hinfällig da keine DB keine Aussage Hinfällig da keine DB
Branching keine Aussage
Wird als Aufgabe der 
Modellbibliothek genannt, die 
Funktion ist jedoch nicht 
beschrieben.
Varianten für Modelle werden 
bereitgestellt.
Aufbau von Referenzen keine Aussage keine Aussage keine Aussage
Abbildung von Datenvarianten
Gebündelt durch den VeLoDyn-
Block.
Wird als Aufgabe der 
Modellbibliothek genannt, die 
Funktion ist jedoch nicht 
beschrieben.
Nur auf Dateiebene mit 
unterschiedlichen 
Parameterdateien.
Defintion und Eigenschaften von 
Metadaten nicht vorhanden
Reine Dokumentation durch 
separate Datei möglich. nicht vorhanden
Metadaten zu einer einzelnen Datei
Reine Dokumentation durch 
separate Datei möglich. keine Aussage nicht vorhanden
Metadaten auf Dateigruppe
Reine Dokumentation durch 
separate Datei möglich. keine Aussage nicht vorhanden
Mehrbenutzerbetrieb nein nein, keine Aussage nein
Arbeiten in Softwarekoorperationen nein nein nein
Berechtigungssystem auf die 
Elemente nein keine Aussage nein
Einbindung in die 
Entwicklungswerkzeuge des 
Anwenders Integration in Matlab/Simulink
Modellothek ist nur zum 
Austausch der Modelle 
konzipiert
Als Simulink Bibliothek voll 
vorhanden
Einbindung in das IT-Prozessumfeld keine Aussage keine Aussage keine Aussage












Kriterium [Sch05]; Anwendung mit ISAR: [Kva06]
Anwendungsgebiet (Fokus der 
gespeicherten Elemente)
Derzeitige Anwendung für die Entwicklung im Anstriebsstrang und 
Fahrwerk
Zentrale Ablage der Daten (DB) vorhanden







Aus der o.g. Struktur werden Teilelemente in 
Modulen/Paketen(XML-Datei) zusammengeführt, die separat 
abgelegt werden.
Lokale Organisation der Dateien
Die in einem Datenbank als Package zusammengefassten Dateien 
sind in ein frei definierbares Verzeichnis herunterzuladen.
Versionkontrolle für einzelne Dateien ja
Versionkontrolle für Dateigruppen
Dateien werden in Packages als Gruppen zusammengefasst. Ein 
Package stellt eine XML-Datei als Konfigurationsliste dar. In dieser 
werden die Versionen der einzelnen Teildateien festgehalten und 
Metadaten dokumentiert.
Konfigurationsmanagement
Konfigurationsmanagement wird durch XML-Dateien als 
Konfigurationslisten bewerkstelligt. Diese dienen als 
Datenschnitttstelle für den Datentransport und die Versionierung.
Konfigurationsmanagement für 
Dateigruppen Packages lassen sich hierarchisch gliedern.
Single-Source-Prinzip
Ja, durch Referenzierung der Elemente in der Package-Datei.
Datenbankmechanismen für Einchecken, Lock etc. sind 
vorhanden.
Branching Ja, möglich mit Merge nach dem Vergleich.
Aufbau von Referenzen
Packages können hierarchisch ineinander gegliedert werden. 
Referenzen zwischen Modell und Parameterdateien bestehen nur 
über die flache Liste im Package (XML-Datei).
Eine Suche nach verfügbaren Parametersätzen auf einem Modell 
oder umgekehrt ist nicht möglich.
Abbildung von Datenvarianten
Datenvarianten können nicht auf Modelle abgebildet werden. Eine 
Datenvariante bedeutet ein neues Package.








sind vorhanden und werden auf Dateigruppen (Packages) 
angewendet
Metadaten zu einer einzelnen Datei Keine Metadaten vorhanden.
Metadaten auf Dateigruppe Metadaten auf Packages(Dateigruppe) sind vorhanden.
Mehrbenutzerbetrieb
Mechanismen in der DB vorhanden. Keine Aussage über die 
Nutzungsszenarien im Umgang mit den in den Packages 
referenzierten Elementen.
Arbeiten in Softwarekoorperationen
Keine Aussage über automatische Updates, Aktionen bei 
Statusänderung etc.
Berechtigungssystem auf die Elemente
Berechtigungssystem unterscheidet zwischen Anwender und 
Entwickler.
Einbindung in die 
Entwicklungswerkzeuge des Anwenders
Erfolgt über eine separate Toolbox in Matlab "Build-Toolbox", diese 
unterstützt den Anwender beim Arbeiten in Matlab/Simulink und 
managet versionen/Elemente/Packages.
Einbindung in das IT-Prozessumfeld keine Aussage














Anwendungsgebiet (Fokus der 
gespeicherten Elemente)
Reine Steuergerätecode-Entwicklung bei Continental Teves 
(z.B.: Bremssysteme etc.)
Zentrale Ablage der Daten (DB) Als "Project Codebasis" und "Project Configuration" als 
Verwendetes Datenbanksystem keine Aussage
Struktur der Datenbank
Aufteilung in "Project Codebasis" für den generischen 
Funktionsanteil und "Project Configuration" für den 
Auftragsspezifischen Anteil.
Eine Struktur der Datenbasis wurde nicht erläutert.
Lokale Organisation der Dateien
Durch das die Konfigruations mittles *.h-Datei werden die 
Elemente lokal konfiguriert. Das Herunterladen aus der 
Datenbank erfolgt in eine lokale "Sandbox" beim Anwender
Versionkontrolle für einzelne Dateien ja
Versionkontrolle für Dateigruppen keine Aussage
Konfigurationsmanagement
Das Konfigurationsmanagement für die generischen 
Regelalgorithmen erfolgt durch eine GUI, die nicht näher 
beschrieben ist. Beim Herunterladen wird automatisch eine 





Über das Konfigurationsmanagement erfolgt die Aufteilung in 
"Project Codebases" und "Project Configuration". Es wird keinen 
separate Versionierung von Modell und Parametern 




Eine Abbildung von Datenreferenzen auf Modelle wird nicht 
genannt.
Abbildung von Datenvarianten
Konzept vorhanden, Realisierung wird in Zukunft durchgeführt.
"Strap-begin" und strap-end"-block sollen in Simulink das 
Variantenmanagement durch Aktivierung von Parameterblöcken 
übernehmen
Defintion und Eigenschaften von 
Metadaten keine Aussage
Metadaten zu einer einzelnen Datei keine Aussage
Metadaten auf Dateigruppe keine Aussage
Mehrbenutzerbetrieb
Mechanismen wie das Auschecken oder das Sperren von 
Dateien sind implementiert durch Source-Code-Verwaltung (für 
einzelne Dateien).
Arbeiten in Softwarekoorperationen
Datenbanksystem zugrundliegende Konfigurationsmanagement 
sind keine automatischen Updates zu erwarten.
Berechtigungssystem auf die Elemente keine Aussage zu Berechtigungen
Einbindung in die 
Entwicklungswerkzeuge des Anwenders keine Aussage
Einbindung in das IT-Prozessumfeld
Verknüpfung der Modelle mit dem Anforderungsmanagement in 
Doors beschreiben.














Anwendungsgebiet (Fokus der 
gespeicherten Elemente)
Unterstützung für die Steuergerätecode-Entwicklung
Einsatz im Rahmen der Seriencodegenerierung mit TargetLink. 
Dient als Container, um im Rahmen der Funktionsentwicklung die 
Daten aufzunehmen.
Zentrale Ablage der Daten (DB) Keine zentrale Datenbank vorhanden. Lokale Kopien der Objekte 
Verwendetes Datenbanksystem kein Datenbanksystem
Struktur der Datenbank
Im DatenDictionary werden Modell-Parameter und 
Softwarebezogene Daten, wie sie tyischerweise im Rahmen der 
Funktionsentwicklung und Code-Generieerung für Simulink-
Modelle auftreten.
Weiterhin werden Betriebssystemobjekte wie Tasks, Events, 
Ressourcen und Schutzmechanismen
Standardstruktur für Elemente. Keine Aussage über die 
Strukturierung der Datenbank selbst.
Lokale Organisation der Dateien
Organisation wird durch DataDictionary in einer statisch 
strukturierten "Sandbox" vorgenommen.
Versionkontrolle für einzelne Dateien nein













Datenvarianten werden über das DataDictionary als Referenz zu 
dem Modell abgelegt.
Abbildung von Datenvarianten
Datenvariantenmanagement durch das DataDictionary selbst 
basierend auf das Modell.
Defintion und Eigenschaften von 
Metadaten
Jeden im DataDictionary-Objekt ist eine genaue Menge von festen 
aber obligatorischen Attributen zugeordnet.
Metadaten zu einer einzelnen Datei
Metadaten werden nicht auf einzelen Dateien vergeben, sondern 
sind für die einzelenen Parameter verfügbar und ermöglichen 
somit eine Dokumentation dieser.
Metadaten auf Dateigruppe Keine Dateigruppen vorhanden.
Mehrbenutzerbetrieb Kein Mehrbenutzerbetrieb im konventionellen Sinn.
Arbeiten in Softwarekoorperationen
- Keine Nutzer Accounts und Nutzer Gruppen
- Aber: Administrator kann schreibgeschützte Objekte
definieren
Berechtigungssystem auf die Elemente
Keine Nutzeraccounts und keine Nutzergruppen.
Administrator kann schreibgeschützte Objekte definieren
Modellparameter können als Standard zentral durch den Admin 
definiert werden. Zugriffsberechtigungen für Modifizierung etc sind 
vorhanden.
Einbindung in die 
Entwicklungswerkzeuge des Anwenders Volle Einbindung des Werkzeugs in Matlab/Simulink.
Einbindung in das IT-Prozessumfeld keine Aussage














Anwendungsgebiet (Fokus der 
gespeicherten Elemente) Entwicklungsumgebung in der Antriebsstrangentwicklung
Zentrale Ablage der Daten (DB) Propriestäres Konfigurationsmanagementwerkzeug
Verwendetes Datenbanksystem keine Aussage
Struktur der Datenbank keine Aussage
Lokale Organisation der Dateien
Auf der Festplatte jedes einzelnen Entwicklers wird eine statische 
definiterte Verzeichnisstruktur erzeugt in die die Dateien 
heruntergeladen werden (Bezeichnung (Matlab Development Space - 
MDS))
Versionkontrolle für einzelne Dateien ja
Versionkontrolle für Dateigruppen
Eine Versionierung von Dateigruppen wird nicht genannt. 
Dateigruppen werden über lokale XML-Dateien erzeugt. 
Konfigurationsmanagement
Die beim Modellaufbau verwendeten Dateien bzw. referenzierten 
Dateien werden in einer XML-Datei festgehalten. Die Struktur der XML-
Datei bildet die Konfiguration eines Modells ab und enthält die 
Dateinamen der referenzierten Elemente, den Speicherort in dem 
lokalen MDS sowie die Versionen der Dateien.
Propriestäres XML-Format für das 
Konfigurationsmanagementwerkzeug
Konfigurationsmanagement findet in einer vom CM-Werkzeug 
unabhängigen XML-Datei statt. In dieser wird festgehalten:
- Dateien mit dem lokalen Pfad
- Versionsnummer der Datei
Datei wird in das Konfigruationsmanagementwerkzeug importiert.
Konfigurationsmanagement für 
Dateigruppen
Die beschrieben Vorgehensweise schließ eine hierarchische 
Gliederung von XML-Dateien aus.
Single-Source-Prinzip
unklar aufgrund der fehlenden Beschreibung, wie mit dem CM bzw. 
Versionwerkzeuge umgegangen wird. Beschrieben wurden nur 
Aktionen auf den lokalen Dateien, ohne ein Zugriffs bzw. MultiUser-
Konzept zu beschreiben
nicht für Dateigruppen; nur die einzelne Dateien
Branching keine Aussage
Aufbau von Referenzen keine Aussage
Abbildung von Datenvarianten keine Aussage
Defintion und Eigenschaften von 
Metadaten
;
Der Artikel beschreibt die Dokumentation eines Modells/Elements auf 
Dateiebene, die durch Matlab-Tools erzeugt wird.
Metadaten zu einer einzelnen Datei keine Aussage
Metadaten auf Dateigruppe Separate Datei für die Beschreibung einer Dateigruppe (Modul).
Mehrbenutzerbetrieb Versionwerkezuge umgegangen wird. Beschrieben wurden nur 
Arbeiten in Softwarekoorperationen
g g
Eine Kommunikation mit dem 
Konfigurationsmanagement/Versionsmanagement wird immer vom 
Anwender angestoßen.
Berechtigungssystem auf die Elemente keine Aussage zu Berechtigungen
Einbindung in die 
Entwicklungswerkzeuge des Anwenders
Mittels des "Matlab Integration Space" werden Pfade in Matlab 
bereitgestellt und Bibliotheken in Simulink aufgebaut.
Einbindung in das IT-Prozessumfeld
Modelle sind mit den Anforderungen des Auftragsgebers und 
Testvektoren (in Zukunft) verknüpft.














Blauer Text: Attributwert wird vom Referenz-Projekt übernommen
Kursiver Text: Übernommener Referenz-Attributwert
Version a





















1:1 - Beziehung (Komposition
zwischen Modell und Parametersatz)
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1:1 - Beziehung (Komposition
zwischen Modell und Parametersatz)
1:1 - Beziehung (Komposition
zwischen Modell und Parametersatz)
 
Abbildung 9.1 ‐ Abbildung der Referenzen zwischen Parametersatzkonfiguration und Modellkonfiguration 
 
 
 
 
