Abstract-Understanding per-packet routing dynamics in deployed and complex wireless sensor networks (WSNs) has become increasingly important for many essential tasks such as network performance analysis, operation optimization, system maintenance, and network diagnosis. In this paper, we study routing path recovery for data collection in multi-hop WSNs at the sink using a very small and fixed path measurement carried in each packet. We analyze the two recent compressed sensing (CS) inspired approaches called RTR and CSPR. We evaluate RTR versus CSPR as well as other state-of-the-art approaches including MNT and Pathfinder via simulations. Our work provides insights into the better understanding of the profound impacts of different CS-inspired approaches on their respective path reconstruction performance and the resource requirement on sensor nodes. The evaluation results show that the RTR significantly outperforms CSPR, MNT and Pathfinder.
I. INTRODUCTION
Routing topology in multi-hop wireless sensor networks (WSNs) is highly dynamic, especially when the sensors are deployed in uncontrolled outdoor and harsh environments. Understanding per-packet routing dynamics in deployed WSNs has become increasingly essential for many important tasks in sustainable communication such as energy conservation, operation optimization, system maintenance, network performance analysis, and network diagnosis. Due to the severe resource constraints of tiny sensor nodes on bandwidth, memory, processing capacity, and battery power, a simple way of directly recording individual forwarding node's ID along the route in each packet is not only resource-inefficient, but also non-scalable. To address this challenge, several novel approaches for path-reconstruction in WSNs have been proposed recently, including Multi-hop Network Tomography (MNT) [1] , PathZip [2] , Routing Topology Recovery (RTR) [3, 4, 5] , Pathfinder [6] , and Compressive Sensing based Path Reconstruction (CSPR) [7] .
The reported works can be roughly classified into three categories: (1) MNT and Pathfinder rely on anchor packets to take advantage of the inter-packet correlation to infer packet path. MNT uses a set of anchor packets to infer the routing path, and thus would fail when consecutive anchor packets travel through different parent nodes due to the dynamics of wireless links. On the other hand, Pathfinder uses only one previous packet as the reference packet (i.e., anchor packet) to infer the routing path, which may allow the handling of more routing dynamics than MNT for path reconstruction. However, to find the reference packet, Pathfinder needs to use offline trace data to obtain a good estimate of the sequence number offset. Whenever packet loss and/or packet reordering occur, the accuracy of a reference packet becomes questionable. (2) PathZip compresses the path information into a hash value carried by each packet, in which the computation complexity grows exponentially with the size of WSN and thus may suffer from scalability issue. (3) RTR and CSPR are based on compressed sensing (CS). Authors of Pathfinder [6] reported their comparison results of Pathfinder versus MNT and PathZip, showing that Pathfinder outperformed both MNT and PathZip. Recently, authors of CSPR [7] reported their comparison results that CSPR achieved better path recovery accuracy than that of MNT and Pathfinder, based on their simulations and testbed experiments. This paper focuses on an in-depth analysis of CS inspired approaches for WSN path reconstruction. Compressed sensing is a breakthrough technique in information theory and signal processing [8, 9] , which allows to recover a sparse signal from a small number of measurements. To the best of our knowledge, RTR is the first CS inspired and systematic approach for WSN path reconstruction, which was originally presented in [3] and then substantially extended in [5] for nonsynchronized and lossy WSNs. The other recent CS based approach is CSPR [7] . While both RTR and CSPR approaches are inspired by CS concept, their formulations are very different. For example, let a WSN routing topology for data collection be modeled as a directed acyclic graph ‫ܩ‬ሺܸǡ ‫ܧ‬ሻ . Given a WSN of size ݊ , RTR approach is based on the observation that a WSN routing path, in principle, can be represented as a sparse link vector in which each element corresponds to a link in the WSN link space of dimension ܰ ൌ ሺ݊ െ ͳሻ ଶ , excluding all wireless links outgoing from the sink to the other WSN nodes. In contrast, a path in CSPR is represented as a sparse node vector in which an element corresponds to a node in the WSN. Therefore, in CSPR, the space for path representation has its dimension ܰ ൌ ݊ for a given WSN of size ݊.
How to apply the concept of CS to WSN routing topology tomography is, indeed, not trivial. We are interested in obtaining a deep understanding on the impact of the two different CS-inspired formulations of RTR and CSPR on the performance. This paper presents our detailed investigation in this regard. Our evaluations not only provide insights into the better understanding of RTR versus CSPR formulations of WSN routing path reconstruction, but also illustrate the surprising impact of the two CS-inspired formulations on the performance.
The major contributions of this paper are as follows:
x We present an in-depth analysis on the problem formulations of the two CS inspired path reconstruction approaches RTR and CSPR respectively, and illustrate how their different aspects of formulations would affect the capacity and performance of the approaches.
x We evaluate the RTR versus CSPR as well as other stateof-the-art approaches including MNT and Pathfinder for performance comparison. In particular, our study reveals that CSPR can simply fail when applied to even a small linear wireless sensor network (LWSN) due to the limitations in its formulation.
The remainder of the paper is organized as follows. Section II provides an in-depth analysis on the fundamental difference in problem formulations between RTR and CSPR, and describes their respective characteristics. Section III reports our simulation evaluation and comparison results. Section IV provides our conclusion.
II. ANALYSIS
In this section, we analyze and compare the two different problem formulations taken in RTR and CSPR respectively. As indicated in Section 1, one fundamental difference between the RTR and the CSPR approaches lies in their respective representation of a path vector, which is supposed to be a sparse signal from a CS perspective. A link vector is used in RTR while a node vector is used in CSPR. Given a WSN of size n nodes (the sink and ݊ െ ͳ nodes), the dimension of path representation space in RTR is ܰ ൌ ሺ݊ െ ͳሻ ଶ , In contrast, in CSPR, the dimension of path representation space is ܰ ൌ ݊. Next, we describe RTR and CSPR in terms of problem formulation in more detail.
A. Overview of RTR
WSN applications for data collection are usually operated in cycles, where at least one data reading of each sensor node is gathered in a collection cycle. A WSN routing topology is modeled by a directed acyclic graph ‫ܩ‬ ൌ ሺܸǡ ‫ܧ‬ሻ, where ܸ is a set of ݊ nodes (i.e., ȁܸȁ ൌ ݊) and ‫ܧ‬ is a set of edges. An edge ݁ ௨ǡ௩ ሺ‫ݑ‬ǡ ‫ݒ‬ሻ ‫א‬ ሼܸ ൈ ܸሽ represents the wireless link from node ‫ݑ‬ to node ‫ݒ‬ and is associated with a unique positive integer label ݈ ௨ǡ௩ . A dynamic routing graph in RTR is called an Augmented 'Tree' (A-Tree) [3, 5] , in which edges introduced beyond the static routing tree are called shortcuts, as illustrated in Fig. 1  (b) . Shortcuts are due to the dynamics of wireless links in the WSN. For a WSN application of data collection, let us denote a routing path from source node ݅ to the sink ‫ݏ‬ as ‫‬ ൌ ቄ݁ ǡ௧ భ ǡ ǡ ݁ ௧ భ ǡ௧ మ ǡ ‫ڮ‬ ǡ ݁ ௧ ೕ ǡ௦ǡ ቅ where ‫ݐ‬ ଵ ǡ ‫ݐ‬ ଶ ǡ ‫ڮ‬ ǡ ‫ݐ‬ are intermediate forwarding nodes.
Each packet will carry its path measurement (i.e., a small and fixed overhead) which will be updated at each forwarding node along the route to encode the path information. Let ‫ݕ‬ denote a path measurement of path ‫‬ at the sink. Then, ܻ ൌ ൛‫ݕ‬ ͳ ǡ ‫ݕ‬ ʹ ǡ ‫ڮ‬ ‫ݕ‬ ‫ܯ‬ ൟ ܶ is a path measurement vector for all sensor nodes in the WSN in one collection cycle. For example, if every sensor node in a reliable WSN of size ݊ sends one reading in each cycle, then ‫ܯ‬ ൌ ݊ െ ͳ.
The RTR approach aims to reconstruct each per-packet routing path p i in a collection cycle from M packets arrived at the sink at the end of that collection cycle. In the formulation of RTR, link vector X of dimension ܰ ൌ ሺ݊ െ ͳሻ ଶ in which each element corresponds to a link in the WSN represents the entire WSN routing topology for a collection cycle. That is, ܺ ൌ ‫‬ ଵ ‫‬ ‫‬ ଶ ‫‬ ‫ڮ‬ ‫‬ ‫‬ ெ . If a wireless link ݁ሺ‫ݑ‬ǡ ‫ݒ‬ሻ is included in any ‫‬ in a collection cycle, the link vector X sets this link's label value ݈ ௨ǡ௩ on the routing topology, and zero otherwise. RTR [3] introduced an interesting link labeling function to assign a unique ݈ ௨ǡ௩ as follows:
where ‫ܦܫ‬ ௨ and ‫ܦܫ‬ ௩ are IDs for nodes ‫ݑ‬ and ‫ݒ‬ respectively, and ‫ܭ‬ is the number of bits of any node ID. It can be seen that ݈ ௨ǡ௩ has ‫ܭʹ‬ bits.
In WSN applications, good wireless links are likely to be reused frequently in a collection cycle, thus link vector X is sparse. In RTR formulation, the measurement matrix ߔ ൌ ሼ߮ ǡ ሽ (ͳ ݅ ‫,ܯ‬ ͳ ݆ ܰ) represents a routing matrix in the WSN where the ݅th row represents the ݅th path in a collection cycle while the ݆th column represents the ݆th link, whose elements ߮ ǡ are defined as
Thus, RTR approach is formulated as follows. Given a measurement vector ܻ at the WSN sink for a collection cycle, reconstruct the ܺ and measurement matrix ߔ, so that
where ݈ -norm ȁȁȁȁ is the number of nonzero elements in the link vector ܺ.
B. Overview of CSPR
In the CSPR formulation, a routing path from source node ݅ to the sink ‫ݏ‬ is expressed as ‫‬ ൌ ቂ‫ݒ‬ ǡ ‫ݒ‬ ௧ భ ǡ ‫ڮ‬ ǡ ‫ݒ‬ ௧ ೕ ǡ ‫ݏ‬ቃ , where ‫ݒ‬ ௧ భ ǡ ‫ڮ‬ ǡ ‫ݒ‬ ௧ ೕ are intermediate forwarding nodes. For a WSN of size ݊ , CSPR path vector ܺ is a node vector of dimension ܰ ൌ ݊ in which each element corresponds to a node in the WSN. If a node is on the routing path, the path vector sets the hop number of this node on the path vector, and zero otherwise. CSPR assumes that a path length is much smaller than the WSN size, and hence path vectors are sparse. Each packet will carry its path measurement which will be updated at each forwarding node along the route to encode the path information.
In the CSPR formulation, the WSN sink needs to collect a certain number (e.g., ‫ܯ‬ ) of packets (i.e., the path measurements) for a particular routing path before the path can be reconstruct using the traditional CS technique, assuming that this particular path will be reused frequently in subsequent collection cycles. To this end, CSPR employs bloom filter [10] technique to classify and group the packets that have taken the same path, called path group. The measurement matrix ߔ ൌ ሼ߮ ǡ ሽ (ͳ ݅ ‫,ܯ‬ ͳ ݆ ܰ) in the CSPR formulation is made up by Gaussian random numbers known by the sink. Thus, the formulation of CSPR approach is as follows. Given a measurement vector ܻ at the WSN sink for a path group with sufficient ‫ܯ‬ path measurements, reconstruct the path vector ܺ by solving the optimization problem:
where ȁȁܺȁȁ ‫(‬ ൌ Ͳǡ ͳ) denotes ݈ -norm of ܺ.
C. Discussion
We provide the analysis on the most important formulation aspects of RTR versus CSPR.
1) Sparsity:
RTR uses link vector to represent a routing topology (i.e., a directed acyclic graph) resulted from all routing paths in a collection cycle, whereas CSPR uses a node vector to represent a single routing path. RTR exploits the sparsity in a routing topology structure where good wireless links are likely to be reused in a WSN data collection cycle. On the other hand, CSPR exploits the sparsity in each individual routing path based on the assumption that the number of nodes taken on a path is usually much smaller than the total number of nodes in the WSN. While this assumption holds for many WSN deployments, it does depend on the WSN topology in the deployed area. If the coverage of WSN has a long belt type of shape, then the routing paths originated from some WSN nodes traversing through the deployed belt could include as many nodes as close to the total number of nodes in the WSN. In fact, such class of WSNs is called Linear WSNs (LWSNs), a new WSN category which has been found in a wide variety of applications including infrastructure monitoring of power lines, railroads, tunnels, and oil pipelines [11, 12, 13, 14] .
Consider an LWSN which has an exact linear routing topology in a collection cycle, as shown in Fig. 2 , including all ݊ nodes from one end of the LWSN to the other end where the sink resides. Let sparsity ratio be defined as ȁȁܺȁȁ ܰ Τ , where ȁȁܺȁȁ and ܰ are the number of nonzero elements of ܺ and the dimension of ܺ respectively. One can see that the smaller the sparsity ratio value, the better the sparsity of ܺ. Then, for the routing path from node ݊ in Fig. 2 , the sparsity ratio of CSPR is ȁȁܺȁȁ ܰ Τ ൌ ݊ ݊ ൌ ͳ Τ , whereas the sparsity ratio of RTR for the entire routing topology in a collection cycle is ȁȁܺȁȁ ܰ Τ ൌ ሺ݊ െ ͳሻ ሺ݊ െ ͳሻ ଶ ൌ ͳ ݊ െ ͳ Τ Τ . Clearly, ܺ vector in the CSPR formulation is not sparse at all, but ܺ vector in the RTR formulation is. This indicates that RTR formulation using link vector can apply to any types of WSNs including LWSNs, but the sparsity assumption of CSPR path vector would be ineffective for LWSNs. As the sparsity is the fundamental requirement for any CS based approach, it would be expected that CSPR may not work effectively for LWSNs or any other WSN deployments which have belt-like coverage shapes.
2) Approaches: When comparing the traditional CS formulation (3) with the RTR formulation (2), one can see that the measurement matrix ߔ is known a priori in (3) but completely unknown in (2) . On the other hand, ܺ is completely unknown in (3) but partially known in (2) because the unique label value of every link is known a priori. Thus, the RTR formulation is to recovery ߔ and thus the sparseness pattern of ܺ, given the ܻ for a collection cycle. This means that once a collection cycle is finished, the routing path of each received packet in this cycle should be recovered by RTR. In other words, each per-packet path is reconstructed by RTR nearly in real time except the delay which is equal to the duration of that collection cycle.
In contrast, the CSPR approach completely adopts the traditional CS formulation. The measurement matrix ߔ in (3) is made up by Gaussian random numbers in CSPR. One important implication is that in principle no path can be reconstructed by CSPR until that particular path has been reused for ‫ܯ‬ times. If during each collection cycle, one sensor node sends one packet, a routing path can only be reconstructed at best after the delay of ‫ܯ‬ cycles, provided that the path will be reused in every one of the M collection cycles. In practice, CSPR partially addresses this issue by using a database to store the reconstructed path for each path group, and the subsequent path reconstruction can be simplified as a database query. Still, CSPR would have to suffer the large time delay discussed above for the first packet's path reconstruction in each path group.
3) In-network Encodings:
A path measurement carried in each packet encodes the path information along its route to the sink, which is updated at each intermediate forwarding node. In both the RTR and the CSPR approaches, a path measurement uses a small and fixed overhead. In RTR [3, 5] , the in-network encoding operations of path measurement are the modular sum and XOR of the carried up-to-now path measurement in the packet and the value of currently traversed link in the route, which is computed at the receiving node. RTR computes the unique label value ݈ ௨ǡ௩ for each individual link ݁ሺ‫ݑ‬ǡ ‫ݒ‬ሻ online, based on the unique IDs of the two endpoint nodes ‫ݑ‬ and ‫.ݒ‬ If a sensor node's ID has 16 bits, enabling a large-scale WSN of thousands of nodes, a link value then will have 32 bits. Thus, the modular sum and XOR result of a path measurement will have 32 bits for each, adding up to eight byte overhead per packet.
In CSPR [7] , a path measurement overhead per packet contains two parts: an in-network CS encoding (i.e., the aMsr field), and a bloom filter value (i.e., bFlt field) used for the classification of different path groups. The size of CS encoding is the same as the size of node ID in terms of bits since the CSPR path vector is a node vector. Consequently, the bloom filter size is critical for the path group classification accuracy. The larger the size of a WSN is, the larger the size of the bloom filter will be to keep the misclassification rate low. According to CSPR [7] , for a WSN of 245 nodes, it uses a total of eight bytes per packet: two bytes for CS encoding aMsr and six bytes for bloom filter bFlt. In addition, CSPR assumes that the information of hop count pLen and sequence number SEQ is carried in each packet.
In terms of memory requirement for in-network encoding, RTR does not use any additional memory in each node as the label value of each traversed link is computed on the fly with the sender's ID and the receiver's ID for the current hop, whereas CSPR needs to have 200 bytes to store a dictionary ‫ܦ‬ (Gaussian random numbers) in each node ݅. The dictionary ‫ܦ‬ contains 100 coefficients used as the column ߮ of measurement matrix ߔ in (3) corresponding to the node ݅ if it is on the path to the sink. To pick up a random coefficient for updating the path encoding aMsr for a path, node ݅ multiplies the updated hop value pLen with the ݉th coefficient in its ‫ܦ‬ , where ݉ ൌ ሺܵ‫ܳܧ‬ ‫݀݉‬ ȁ‫ܦ‬ ȁሻ and ȁ‫ܦ‬ ȁ is the size of ‫ܦ‬ .
III. EVALUATION

A. Simulation Setup
To evaluate the performances of the RTR and the CSPR approaches as well as other state-of-the-art approaches such as MNT and Pathfinder, we conducted simulations using TOSSIM [16] , the standard network simulator in TinyOS [17] . TOSSIM provides high fidelity simulations for TinyOS network stack, which involves feeding in a real-world noise trace, and captures all the complex network behaviors [18] . It directly compiles from the TinyOS application programs. Thus, if an application can work successfully on TOSSIM, it usually can work in real-world deployments with little modification.
For the evaluation, we developed a WSN data collection application based on CTP [15] , and explicitly recorded the IDs of all the intermediate nodes along a packet path to the sink in our simulations, which were used to compute the path measurements for RTR and CSPR respectively, and to validate the correctness of path reconstruction for all the examined approaches. We simulated two types of WSN topologies, the line topology (i.e., LWSN) and the grid topology. For the line topology, the network size is 15 with the sink node sitting on one end of the line. For the grid topology, the network size is 225 (15ൈ15) with the sink node being located at a corner. The WSN application collects sensor readings from all sensor nodes every five minutes, i.e., the data collection cycle is five minutes.
B. Simulation Statistics
For the line topology, 29,962 packets were collected at the WSN sink in the simulation, with the packet delivery rate (
) being 98.60%. The received packets were nearly evenly distributed across hop count. For the grid topology with 225 nodes, 44,855 packets were collected at the sink in the simulation, with the packet delivery rate being 87.10%. Most of the received packets were distributed within 4~7 hops. To understand the WSN routing dynamics, we examined the path groups of the received packets. A particular path group is a subset of received packets originated from the same source node and traversed through the same path to the sink. Thus, the total number of path groups in a WSN simulation indicates the total number of different routing paths simulated, reflecting the level of routing dynamics in the simulated WSN. There were totally 585 and 19380 different path groups in our WSN simulations for the line and the grid topologies, respectively. For the line topology, most of the path groups are within 7~11 hops, whereas in the grid topology, most of the path groups are within 4~8 hops, as shown in Fig. 3 (a) and (b) , respectively. We observed that there were a huge number of small path groups generated from the simulations. More specifically, 52.48% of the path groups in the line topology and 92.44% of the path groups in the grid topology contained fewer than five packets. Table 1 provides a summary of the statistics of the simulations. 
C. Evaluation Results
Using the simulation traces for both the line and the grid topologies, we evaluate the approaches of RTR, CSPR, MNT and Pathfinder, and compare their performances in detail. We emphasize not only on per-packet path reconstruction but also on path group reconstruction. Although CSPR and Pathfinder also employ heuristic path scanning and path speculation, respectively, as the remedy methods in addition to their core methods, we focus on the comparison of the core methods of the different approaches for fairness since neither MNT nor RTR employs any remedy method, as the remedy methods are usually computation intensive. The comparison on the core methods of different approaches would better reveal the fundamental strengths and weaknesses of the individual approaches.
1) Per-packet Path Reconstruction:
First, we evaluate the performance of per-packet path reconstruction. Fig. 4 shows the packet path recovery rate for all the algorithms for the line topology and the grid topologies, respectively. In the line topology, RTR almost recovered all the packet paths (99.88%), whereas MNT, Pathfinder and CSPR recovered 92.72%, 82.70% and 40.64%, respectively. In the grid topology, RTR (with the recovery rate 91.94%) performs significantly better than the other approaches (CSPR 30.56%, MNT 43.93%, Pathfinder 42.52%).
2) Path Group Reconstruction:
According to the CSPR algorithm, a path group must contain at least ‫ܯ‬ packets in order for a path to be successfully reconstructed. CSPR adopts an advanced CS solver CoSaMP [19, 20] to recover a path vector with ‫ܯ‬ measurements. However, the solver CoSaMP requires ݇ ൏ ܰȀʹ and ‫ܯ‬ ͵݇ , where ݇ is the number of non-zero items (i.e., the hop count of the path in CSPR) in the path vector of dimension ܰ. Otherwise, CoSaMP generates a "Fail" output.
In the line topology of WSN with ݊ nodes, the sparsity requirement of CSPR due to CoSaMP will not be satisfied if the number of hops is equal to or larger than ሺ݊ െ ʹሻȀʹ (the sink and source are already known, and hence can be removed from the path vector). In our line topology simulation with 15 nodes, all the path groups with hop counts equal to or larger than 6 are unrecoverable by CSPR since the node vectors are not sparse. It was observed that there were 83.42% such path groups in total, i.e., only 16.58% of the path groups in the line topology held the sparsity property (hop count ).
However, 76.29% of the "sparse" path groups could not collect sufficient number of packets for path reconstruction even after thousands of collection cycles. As the result, 96.07% of the path groups could not be recovered by CSPR.
This also explains why CSPR achieves the lowest perpacket path reconstruction rate in all four approaches shown in Fig. 4 . We observed that 59.36% of the packets were contained in the 96.07% unrecoverable path groups of CSPR for the line topology. For the grid topology, the percentage is 69.44%.
Those path groups with insufficient number of packets are considered as the failure cases for CSPR.
The performance of the different algorithms on the path group reconstruction rate is shown in Fig. 5 . It can be seen that the performance of RTR is significantly better than that of the other algorithms in both the line topology and the grid topology simulations. In the line topology, RTR was able to reconstruct 94.53% of the path groups, whereas CSPR, MNT and Pathfinder could only reconstruct 3.93%, 57.26% and 35.90% of the path groups, respectively. In the grid topology, RTR successfully reconstructed 81.49% of the path groups, whereas MNT and Pathfinder could recover 17.64% and 16.68% of the path groups, respectively. But CSPR could only recover 1.93% of the total path groups.
To further understand the performance of the algorithms, we also examined the path group recovery rate based on path length (i.e., hop count). The result is shown in Fig. 6 . Overall, the path group recovery rate decreases as the number of hops increases. And the performance is better for the line topology than for the grid topology due probably to the higher routing dynamics in the grid topology of 225 nodes than that in the line topology of 15 nodes, which can be evidenced by the number of total path groups in the two simulations. In both topologies, RTR performs better for every path length. All the 1-hop paths are recovered successfully by all the algorithms. Between 2 ~ 4 hops, the performance of Pathfinder is better than MNT. However, when the hop count becomes larger than 5, MNT performs better than Pathfinder. In both topologies, CSPR performs the worst. It is noticeable that CSPR cannot reconstruct any of the path groups if the hop count is larger than 5 due to the insufficient number of packets in each path group. 
IV. CONCLUTION
In this paper, we investigated the recent approaches to path reconstruction in WSNs in which we focused particularly on compressed sensing inspired algorithms. We found that different problem formulations in CS inspired approaches have significant impacts on their performances. We evaluated RTR [3, 5] in comparison to CSPR [7] , MNT and Pathfinder via simulations using different WSN topologies.
The evaluation results profoundly showed that due to the different problem formulations, the two CS inspired approaches RTR and CSPR exhibit drastic difference between their respective performances. While RTR can achieve the highest per-packet path reconstruction and path group reconstruction rates among all the evaluated algorithms, the CSPR performed the worst. In particular, for path group reconstruction, CSPR was only able to recover 3.93% and 1.93% of the total path groups for the simulated WSN line and grid topologies, respectively. In contrast, RTR was able to recover 94.53% and 81.49% of the total path groups for the line and the grid topologies, respectively.
Our analysis reveals that the poor performance of CSPR is mainly caused by two critical aspects in its formulation: (1) the path node vector would largely violate the sparsity requirement of CS solvers for linear WSNs and other similar WSN topologies; and (2) the high routing dynamics yields a huge number of different path groups in the network, most of which may not occur so frequently that the CSPR could not collect sufficient number of packets in those path groups to recover them even after a large number of collection cycles.
In addition, RTR has much simpler in-network path measurement encoding operation compared to CSPR. While CSPR also requires 200 bytes in each node for storing its dictionary, RTR needs none for its in-network path measurement updating.
In summary, this work not only provides insights into the better understanding of the profound impacts of different CS inspired topology monitoring approaches on their respective WSN path reconstruction performances, but also demonstrates the merits of RTR for practical use in dynamic WSNs. 
