Abstract Domain analysis is the process of identifying and documenting common and variable characteristics of systems in a specific domain. This process is a large and complex one, involving many interrelated activities, making it essential to have a tool support for aiding the process. We present a domain analysis tool called ToolDAy that has the purpose of making the process semi-automatic. The requirements definition presented were based on the results of a systematic review that analyzed several existing tools. Furthermore, this article describes the tool architecture, implementation and its evaluations (two as a controlled experiment and one as an industrial case study) with three different domains. The results of these evaluations indicate that the tool can aid the domain analyst to achieve systematic reuse in an effective way.
Introduction
Software reuse is the process of using existing software artifacts rather than building them from scratch [16] . It is generally regarded as the most important mechanism for performing software development more efficiently [23] . Several studies described the effects of reuse in software development in terms of quality, time-to-market and costs over the years [4, 10, 18] . Furthermore, they showed that it can be improved by reusing all kinds of proven experience, including products, processes and quality and productivity models.
There is a variety of reusable assets, such as requirements, use cases, architecture and frameworks, however, the most common is source code. On the other hand, reuse focused only on source code libraries is insufficient and the key to successful reuse lies in understanding and defining the application domain for a collection of assets [8] , which can be achieved through a systematic reuse approach.
A way to accomplish this is through a domain engineering process, which is the activity of collecting, organizing and storing past experience in building systems, or parts of them, in a particular domain in a form of reusable assets [9] . The results of the domain engineering will be reused in the application engineering, that is the process of producing systems with the reusable assets developed during the domain engineering. Furthermore, both processes (domain and application engineering) are divided in analysis, design and implementation.
This work focuses only on the domain analysis (DA) phase of the process, since it is the initial part for executing this process and because it involves the management and analysis of a large quantity of information, in which a tool support is necessary.
Even though there is not a common process, it has been identified that the existing DA processes share a set [21] of interdependent activities [3, 21] . They lead to the management of complex and interrelated information from various sources.
Thus, tool support becomes essential in order to aid the domain analyst during the management and representation of the domain's characteristics [6, 24, 27] . Conversely, there is a lack of integrated tools to aid it, which frequently forces the use of several independent tools to perform the activities.
This scenario increases the risk of problems, like delays, traceability management, degraded productivity and interoperability, during the process execution, because the information traceability among the tools, as well as its consistency and portability, must be performed manually by the domain analysts.
Therefore, software environments can be used to facilitate the inclusion of software reuse in companies, if reuse practices and activities are embedded in it. Allowing analysts and software engineers to focus on reuse related activities.
Consequently, many specialized technologies have been produced to promote particular aspects of reuse. They have three trends: (i) reusable assets search engines, which are the most basic approaches to promote reuse; (ii) repository systems, which attempt to centralize and manage all reusable information; and (iii) reuse environments, which attempt to cover a wider range of activities of a reuse process [13] .
This article describes a reuse environment for domain analysis, called ToolDAy, which has the purpose of making the domain analysis process semi-automatic and of aiding the domain analyst to achieve systematic reuse in an effective way. Consequently, it will reduce the risks associated to a project performed without automation or performed with several tools, and it will increase the quality and productivity of the artifacts developed for the domain.
Systematic review on domain analysis tools
Although it is necessary to have a tool during a DA execution [6, 24, 27] , it was not clear if all the available tools for domain analysis offered a good support to it. Therefore, a systematic review was performed in order to evaluate it [21] .
The research question of the review was to identify how the existing tools support the domain analysis process. It was sub-divided in three sub-questions: (i) the type of process supported by the tools; (ii) the main functionalities they provide; and (iii) where they were developed and used.
Results
After the analyses of the inclusion and exclusion criteria, 19 tools were selected. They are depicted in Fig. 1 in chronological order. Through this Figure, it is possible to verify that the number of tools offering support to domain analysis is increasing, with almost half of them released in the last four years.
After their analyses, they were confronted with the research question. A summary of the results are presented next for each of the sub-questions.
Domain analysis support: Usually, tools come from the necessity of supporting a specific process instead of a generic one. However, this may force the company to modify or adapt the established development process. Therefore, the learning curve and the impact this new tool will cause to the company development life cycle is bigger.
Main functionalities: This sub-question identified a set of functionalities that any tool should have. These functionalities were extracted from the analyses of the selected tools and grouped according to some processes sub-division [7, 2] . They were (i) planning, refers to the analysis of what is valid or not to be included in the domain scope; (ii) modeling, models the defined domain in a visual way; and (iii) validation, documentation and validity of the generated artifacts. Furthermore, functionalities apart from the DA process, referred to the product derivation requirements, were also identified in the majority of the tools.
Besides, the review also categorized these functionalities into priorities (essential, important, low) according to the number of tools that support them and to the experience of the reviewers. At the end, a total of twenty functionalities were recognized, which are shown in Table 1 with their priorities.
Moreover, apart from these functionalities, the review also identified usability requirements that aim at providing an easier and more intuitive environment for the users. They were: tutorial, example solutions and import and export from/to other applications. Table 2 details which functionalities each tool offers support. The roman numbers refer to the functionalities identified and the grey columns separate each group (planning, modeling, validation and product derivation, respectively). The usability requirements are not present in the Table  because not all tools had their executable available. Tools development and usage: Regarding where the tools were developed, twelve were developed in the academic environment, while four were created exclusively in the industry and the remaining three were developed in both environments, academic and industrial.
Even though the majority of the tools were developed in the academy, several of them were also used in the industrial environment-five. Furthermore, one of the tools that were developed just in the industry environment was also used in the academy. The rest was used in the same environment they were developed. Table 2 makes it easier to identify that there are still some gaps regarding tool support, especially when considering that the tools support more functionalities from the modeling group. Besides, the mapping of the functionalities each tool supports can also help companies to discovery which ones best satisfy their needs. Table 2 Functionalities each tool supports   Tools  Functionalities   i  ii  iii  iv  v  vi  vii  viii  ix  x  xi  xii  xiii  xiv  xv  xvii  xvii  xviii  xix  xx 001
Summary
• • • • • • • • • Ami Edd • • • • ASADAL • • • • • • • • Captain feature • • • • • • DARE • • • • • • • DECIMAL • • • • • • Domain • • • • Doors Extension • • • • • • • DREAM • • • • • • • • Feature plugin • • • • • • • • Feature IDE • • • • • • GEARS • • • • • • • Holmes • • • • • • • • • • Odyssey • • • • • • • Pluss toolkit • • • • • • • • PuLSE-BEAT • • • • • • • • • Pure::variants • • • • • • • • • RequiLine • • • • • • • • • • • • • • XFeature • • • • • • • • • •
Fig. 2 ToolDAy architecture
Furthermore, based on Table 2 , it is clear that there are many functionalities that are supported by only a few tools. No tool provides complete coverage of all functionalities in each group, which indicates that these existing tools are functionally incomplete.
This lack of full support for DA has a potential impact on tool adoptions. Companies in need of tool support for DA may be forced to use several different tools to automate the entire process. This is exactly the scenario that must be avoided, since it probably forces the domain analyst to manually perform the data traceability, increasing the chances of errors in the analysis [21] .
ToolDAy
The functionalities and their priorities, identified in the systematic review, were considered the requirements for ToolDAy development. In addition, two new requirements were added based on RiSE's group 1 discussions and experience, a spell checker and metrics.
Since ToolDAy provides a great set of documentation fields, it is important to offer a spell checker in order to facilitate the identification and correction of misspelled words. Furthermore, the metrics provide information about the quantity of items in the project.
According to the functionalities' priority established, ToolDAy development was divided in two iterations. The first one fulfilled the essential ones [19] , while the second implemented the remaining ones. This article describes the requirements from both iterations with more details.
ToolDAy architecture
ToolDAy's architecture was developed as a three-layer view, as shown in Fig. 2 . It is composed of a graphical user interface layer (GUI) whose goal is to provide a friendly environment for the user, a business layer that has each ToolDAy group components (planning, domain modeling, domain validation and product derivation); and the data persistency in ToolDAy. Figure 2 also details the interactions (arrows) among the layers in which every business layer component communicates with the GUI and the persistency.
ToolDAy's interface was based on the Eclipse platform 2 through its Rich Client Platform (RCP) that is a platform for building and deploying rich client applications providing common applications services, such as native look and feel, windows management and help systems.
To provide a friendly tool, several graphical artifacts of Eclipse environment were used, like forms and lateral views. Therefore, ToolDAy's GUI added common graphical attributes that users are already used with.
Eclipse is designed to be easily extensible by third parties through the development of plugins, that are self-contained bundle in a sense that it contains the code and resources that it needs to run. Therefore, taking advantage from Eclipse architecture, all the business components were developed as plugins so that they can be independently used. Each component As for the persistency layer, ToolDAy also followed Eclipse standard, which is to save information as files. ToolDAy information is saved as XML files, and each file has its proper XML document. The use of xml files makes it easier for other tools to import information from ToolDAy, since it is only necessary a parser.
ToolDAy's steps
Based on the requirements identified before, the flowchart for ToolDay was defined as the one on Fig. 3 and details the process' execution flow. Its first step-define the domain scope-may or not be executed in the tool, i.e. the domain analyst can start it through modeling the domain. However, it does not mean that this step is not essential, as it is [25] , it only highlights that not every step of the process has to be performed with ToolDAy.
This process is meant to be executed by the domain analyst, who is the principal user of this tool. However, the domain expert may also fulfill some steps.
Domain planning
This phase refers to the define the domain scope step in Fig. 3 .
ToolDAy provides a set of documentation fields for the pre analysis documentation that aids in the identification of which characteristics should be in the domain. They are [1] :
• Stakeholder analysis Identification of the stakeholders and their roles within the process.
• Objectives definition Definition of the stakeholders' objectives for the domain.
• Constraint definition Definition of the constraints imposed by the organization and/or market conditions.
• Market analysis Identification of the external factors that determine the success of the domain in the marketplace.
• Data collection Analysis of all available documentation, existing applications and knowledge from domain experts.
The main artifact of this phase is the fulfillment of the product map-which corresponds to the matrix requirement in 1-that allows users to identify, among all possible features extracted during the pre analysis documentation, which some should be part of the domain reuse infrastructure.
The identification of which features should or not be in the domain is achieved through the evaluation functions determined in the product map. These functions can be configurable according to the company's own metrics, i.e., they can define the number of functions with his/her own formulas to be calculated during the product map fulfillment.
Despite the functions customization, ToolDAy provides a set of default functions. They are [26] :
• Characterization functions These functions are related to every application included in the product map, i.e. if there are three applications in the product map, each characterization function will appear three times. The functions are required, which means if a feature is required or not in the product; and similarity that refers to how similar the feature is according to the standard adopted.
• Benefit functions These functions totalize the values of the characterization functions for each feature, i.e. they will only appear once in the product map, independently of the number of applications. The functions are proximity, which represents the proximity of the characteristic in the products in relation with the standard; and distance that represents the distance of the characteristic in the products in relation with the standard.
In addition, ToolDAy allows the user to define limit values that are used to propose possible scope to the features in the product map. The limit values are maximum, defining from which value the feature should be considered mandatory; and minimum, that characterize until which value the feature should not belong to the domain). Aside from the limit values, the results of the evaluation functions are also used to propose the scope of the features.
The scope can be mandatory, that means the feature will have to be present in every product. Variable, which includes optional, alternative and or types and may or not be present in the products. And out of scope, that means the feature should not be a part of the domain. This scope is represented in a specific column in the product map. In spite of the fact ToolDAy proposes the scope, it does not obligate the user to accept it, since he/she can change the proposed scope as needed. Figure 4 depicts the product map fulfilled with the possible features, their characterization and benefit functions with the values for each feature and application and the scope defined for the electronic submission domain. In this domain, papers and/or journals can be submitted and managed through web sites. This analysis occurred during a RiSE course 3 , in which this domain was the course project.
In the end of the planning phase, the user will have a complete documentation of the pre analysis study and a matrix with the defined features that are part of the domain and their scope.
Domain modeling
After the planning is completed, the next step is the domain modeling, which is part of the second step depicted in Fig. 3 , the model and document the domain and features. As shown in the figure, it is possible for the user to start the domain analysis process with ToolDAy from the domain modeling. This does not mean that the first phase (planning) should not be done, but it can be performed in a different tool or environment than ToolDAy with the achieved results being modeled in it.
As a way to facilitate the model creation, ToolDAy permits to import the features defined in the product map to the model. There are two import types; import feature, which imports only the features classified as mandatory and variable; or import feature with relationship, that imports the feature from the product map as a child feature of the one selected from the model with the type of relationship specified. The domain representation is done with the feature model [15] , which is a hierarchical way of organizing commonalities and variabilities into levels of increasing detail, i.e. the root feature is the most abstract feature in the model. In ToolDAy, the feature models are modeled with the feature as diagrams and their types as relationships.
There are four possible types and they are derived from the scope options detailed in the previous phase-domain planning. Mandatory in which the feature will always be in the in the product. Optional that the feature may or not be in the product. Alternative that, from a set of features, only one of them will be in the product. And Or in which from a set of features, at least one of them will be in the product. Figure 5 shows the representation of the possible feature types within ToolDAy. The GroupId tags in the alternative and or relationships identifies the features for a particular group. This notation was extended from the Feature Oriented Domain Analysis (FODA) notation [15] .
Additionally, ToolDAy also supports the inclusion of dependencies between features. They are represented in Fig. 5 and can be implication, which obligates the inclusion of destination feature in the product, whenever the first is in it; or exclusion that it is not possible to have both of the features in the relationship in the same product.
Also regarding the relationship between features, they can be represented in the model with different line formats. The types are composition, used whenever there is a whole-part relationship; generalization, when features are a generalization of sub-features; and implementation, when a feature implements the other feature. There is also the default relationship that has no type.
Besides, features can be grouped according to the interest one might have in system development. This classification followed [17] definitions and they are capability, characterizes a distinct service or functionality a product may have; operating environment, represents an environment attribute in which the product is used; domain technology, corresponds to a domain specific implementation; and implementation technique, embodies implementation details that can be reused cross domains.
Whenever a feature and/or a relationship are given a classification differently from the default, it changes their visualization. For the features, theirs diagram border lines' switches colors, while the relationships change from a solid line to a dot and/or dash one.
Furthermore, there are variabilities that have a large quantity of possible variations, however the representation of all of these variations in the feature model decrease the understanding of the model. Thus, ToolDAy's solution to this problem is to allow the inclusion of attributes [9] in each feature, this allows a more concise representation of the feature model, and the attributes can have a description field that can be used to define their value range. After finalizing the modeling phase, the user will have the domain representation with all features defined, along with their types, groups, relationships and composition rules.
Domain validation
The domain validation involves the documentation and consistency of all artifacts generated in the domain-that refers to part of the model and document the domain and features and the domain feature model consistency steps in Fig. 3 . This phase is not mandatory, but it is one of the advantages for providing an easier understanding of the domain by new members of the team and for increasing the documentation.
ToolDAy provides a large set of documentation for the domain and features. The domain documentation is presented to the users as a form editor and it consists of the following fields [2] . Description that defines the domain responsibilities. Defining rules, which includes decision criteria about the domain limits. Systems examples provides the description of which systems are similar to this domain. Available documentation describes existing documentation from the example systems. Domain context that defines the relations among this and other domains. Genealogy, which identify information about the evolution and dependencies among systems within a domain. Finally, release notes that describes the difference of current version from previous one.
The feature documentation is in the same environment of the domain modeling and the documentation consists of the following fields [9] . Description that describes the feature semantics. Rationale explains why the feature is included in the model. Constraints represents hard dependencies between variable features. Attributes marks the variation point as open if new direct variable sub-features are expected. On the other hand, marking a variation point as closed indicates that no other direct variable sub-feature is expected. And, priority that describes their relevance in the domain. The feature documentation was set in the modeling environment as a way to facilitate for the user to document it, as shown in Fig. 7 .
Another part of the domain documentation is the description of requirements and use cases. Differently from the features inclusion, which is expected for every domain analysis, requirements and use cases are considered optional artifacts in project execution. It is even possible to have just one of them, or the requirements or the use cases.
The requirements have the following fields type, that can be functional or non-functional; priority, which is the priority And the use cases have precondition, which is the state in which the system must be in order to carry out the use case; post condition that is a list of possible states in which the system could immediately be after carrying out the use case; main flow describes the main events flow that occurs during the execution; alternative flow describes the events of an alternative flow that can occur during the main flow; and, exception flow describes the events of an exception flow that can occur during the main flow.
After informing requirements, uses cases and features, it is possible to map how the traceability among these artifacts is. This facilitates the identification of the impacts in modifying any one of these artifacts. Due to the optionally of the requirements and use cases, it is possible to relate both, requirements and use cases, to a feature and vice-versa. Therefore, the relationship cardinality adopted by the tool among these artifacts is n × m, because it causes less impact on companies' methodologies.
This traceability is done through a graphical editor, in which the artifacts already created in different editors are imported, and, later, the relationships among them are created, as shown in Fig. 8 . This model may have different abstractions levels. It happens because the user can choose which features should be in the traceability model and, as the feature model reduces the abstraction as the level increases, higher features are more abstract [15] .
In Fig. 8 , the first line (rounded rectangle) represents the domain requirements, in the second line (ellipses) are the domain use cases, while in the last line (rectangle) are the domain features.
In the example, the user selected a parent feature, Assignment (a) in Fig. 8 , instead of its "leaves features" (which would be Manual Assignment and Automatic Assignment -as shown in Fig. 6 ). Thus, the traceability model is more abstract but its understanding is also better, since the number of elements in the model is reduced.
ToolDAy also supports the inclusion of a dictionary, which purpose is to clarify the terms of the domain. Moreover, there is no advantage in proving a large set of documentation for each artifact in the tool, if these documentations were only available within the tool environment. Thus, to provide the visualization of the information in other environment, ToolDAy permits the creation of several reports.
For the written documentation, such as the domain, features, requirements, use cases, glossary and products (that will be described in the next section), ToolDAy generates a PDF report. For the every model generated, it is possible to export it as a JPEG, GIF and/or PNG figure. In addition, the traceability information can also be exported as an Excel sheet.
This phase also includes the consistency verification of the information inserted in the previous phases. ToolDAy supports several consistency rules within the consistency check • Redundancy It happens when the same semantic information is represented in more than one way. It can affect the model maintenance; in contrast, it can increase its readability. Because of that, it is treated as an informative alert. They are (i) an implication relationship having as end a mandatory feature, independent of which feature type is the source; (ii) an implication relationship between features that already have a relationship; (iii) an exclusion relationship between features of the same alternative group.
• Anomalies It occurs when features derivations are being lost, thus the domain cannot be completely configurable as it should be. Because of that, they are represented as warning sign. They are (i) an option feature implied or excluded by a mandatory; (ii) a mandatory feature implying in or excluding an alternative feature; (iii) an or feature excluded by a mandatory feature; (iv) an alternative feature implied by a mandatory feature.
• Inconsistency Existence of information that contradicts with some other information already in the model puts it inconsistent. That way, is almost impossible to derive a consistence product, therefore it is represented as errors. The inconsistencies are (i) features in the model not connected to any other feature, called as orphans; (ii) an exclusion relationship between mandatory features; (iii) an implication between alternative features; (iv) exclusion relationships between features that already have a relationship; (v) alternative/or features with only one feature in the group.
Whenever a problem is found during the validation, ToolDAy generates a report with the collection of inconsistencies classified by their severity (errors, warnings or information). In the feature model, the problem features are marked with their highest severity found, and its tooltip details the problem. This reduces the user effort to find the inconsistent features. For some of these problems, the tool affords possible automatic solutions through a popup window that describes possible solutions and automatically executes the selected one. This was included as a way to facilitate the problem solution.
ToolDAy also considers the lack of documentation of the artifacts as a warning. Once is guaranteed that the domain is consistent and documented, the steps regarding the domain analysis are completed.
Product derivation
The product derivation phase includes the steps from select the product features to model and document product in Fig. 3 . For the selection of the product features, ToolDAy provides the tree view of the domain modeled with checkboxes beside the features names. This way, the user visualizes the complete domain hierarchy, facilitating the product selection.
It is also necessary to validate whether or not the product selection is correct according to the consistency rules. Besides the composition rules created by the user, the product consistency rules also include (i) selection of more than one alternative feature in a group; (ii) not selecting at least one or feature in a group; (iii) not selecting a mandatory feature in product derivation; (iv) not selecting implied features; and, (v) selection of mutual exclusion features. All of these rules are considered inconsistencies, thus they are represented as errors.
Once the product selection is without errors, it is possible to generate its feature model, which is similar to the domain feature model. However, the main difference between the domain and the product feature models is that the latter only has the mandatory relationship type, since one goal of product derivation is to resolve domain variation points. Figure 9 details the product feature model for the RiSE Chair Conference, which is a product of the electronic submission domain.
In the product feature model, the user can include new features, which are usually the features that were considered as out of scope in the product map. Furthermore, all the features documentation and their attributes included in the domain feature model are kept in the product model, however, the user can change it as he/she wants. When new features are added, their lack of documentation validation will follow the same restrictions defined for the domain feature model.
Moreover, each new product has a similar form to the domain to fulfill with its documentation, however, the product documentation consists only of domain version that identifies the domain version the product is based on; and description, which defines in which part of the domain the product is focused.
After the fulfillment of all these steps, the user has a fully documented and consistent domain and the products model and documentation.
Usability requirements
Regarding the usability requirements identified in the systematic review, ToolDAy provides an interactive tutorial explaining the first steps to be executed, their order and what their goals are; and, two example solutions demonstrating a full domain analysis with it.
The spell checker was implemented due to the large quantity of documentation available in the tool, and the dictionary used as base to correct the misspelled words can be modified to correspond to the user's language. The misspelled words are marked red and if the user clicks above it, a menu appears with the possible corrections for them or the option to include it into the dictionary. The export to other applications requirement is fulfilled through the reports presented in the domain validation phase.
As well, ToolDAy has a metric component that provides simple quantity metrics about the artifacts being populated in a domain analysis project. Some of the metrics per artifact are:
• Domain Number of requirements and use cases;
• Glossary Number of words;
• Product map Number of products, evaluation functions (divided in characterization and benefits) and features (divided in mandatory, variable, out of scope and undefined); • Domain feature model Number of features -divided in mandatory and variable, which is further divided in alternative, or and optional -and also the number of implied and excluded features; and • Product feature model Number of features.
Apart from these requirements, ToolDAy was developed to be less intrusive as possible to the company. Because of that, it permits several customizations within its preference window. The customizations are:
• Dictionary preferences The user can switch the dictionary file to be used during the spell check. Therefore, it is possible to change its language (the default dictionary is English) or to change it to a dictionary with more specific terms of the domain.
• Automatic selection of features Automatic selection of implied and mandatory features in the product selection.
• Automatic validation Automatic validates the editors according to the consistency rules whenever they are saved.
• Automatic spell verification Automatic verifies the text for misspelled words while the user is inserting the documentation.
• Documentation fields Permits the selection of which documentation fields should be verified for the artifacts during the validation.
• Report preference Allows the user to inform an image (such as the company's logo) and a text (company's name) that will be included in every report created by ToolDAy.
• Evaluation functions Permits the inclusion and selection of which evaluation functions (characterization and benefit) will be included in the product map.
Furthermore, each model editor has its own configuration that includes printing options, appearance and so on.
Evaluations
ToolDAy had three evaluations, two controlled studies and an industrial case. The first study and the industrial case had already been described in [20] , however they are presented here with more details.
Controlled environment
Both studies were conducted with the goal of analyzing if ToolDAy aids the domain analyst in the project execution and if it provides an intuitive and easy to use environment in order not to inhibit its usage. They followed the guidelines from [28] , which is composed of five phases: definition, planning, operation, analysis and interpretation.
Definition
For the definition of the study, the GQM paradigm [5] was used. It is based upon the assumption that for an organization to measure in a purposeful way, it must first specify the goals for itself and its projects, then it must trace those goals to the data that are intended to define those goals operationally, and finally provides a framework for interpreting the data with respect to the stated goals.
Goal The goal of both studies is to analyze the domain analysis tool for evaluating it with respect to its aid in the process execution and its intuitiveness and easy to use environment from the point of view of domain analysts in the context of domain analysis project.
Questions To achieve this goal, several questions were defined for the subjects. They were, (Q1) if ToolDAy aids in the execution; (Q2) if there were any difficulties using the tool; (Q3) if the consistency checker is helpful; (Q4) if ToolDAy tutorial is enough to learn how to use it; and (Q5) if the customizations provided by ToolDAy are useful.
Metrics Even though several metrics were defined for the questions, none of them were never used before. Therefore there are no well-known values and also the literature does not present useful techniques or metrics to measure it. The metrics are presented as follow: (M1) % of subjects that agreed the tool aids the process execution; (M2) % of subjects that had difficulty during the process execution with the tool; (M3) % of subjects that agreed the consistency checker messages aid the inconsistency identification and solution; (M4) % of subjects that considered the tutorial adequate to learn the tool's basic concepts to perform the domain analysis; and (M5) % of subjects that believed the customizations are useful for a less intrusive adoption of the tool.
Both studies had the same goals, question and metrics. Later, each study is described.
First study
The study was conducted in a post-graduation course at a university lab from November, 2007 to February, 2008 by the students that performed a domain engineering (DE) project based on a real-world case. At that time, ToolDAy implementation was not completed, therefore the version used during the study is different from the description presented in the previous section.
Evaluated version
This section details the tool version used during the study. Great part of these functionalities was modified based on the feedback given by the subjects.
The consistency checker report did not inform the exact spot where the problem occurred, it only showed the editor file. Furthermore, the features in the feature model were not marked with the highest problem they had. The requirements and use cases in the evaluated version had only name and description fields. The traceability among requirements, use cases and features was restricted to the traceability modelwith no Excel report. The editor model did not support the ctrl + mouse wheel shortcut to modify the zoom. Finally, before it was not possible to import the features included in the feature model to the product map, increasing the complexity to keep these editors synchronized.
Planning
The instrument used to validate the study was a feedback form composed of questions about the subjects' professional experience, their knowledge regarding domain analysis processes, questions concerning the tool and the subjects' opinions about its usage.
The subjects were selected based on convenience-the nearest and more convenient persons-and they were the M.Sc. and Ph.D. students in Software Engineering from the Federal University of Pernambuco, Brazil.
Furthermore, they did not have any training on the tool usage, it occurred as a way to validate if the tutorial was sufficient for the users to learn how to use the tool. However, the subjects, having doubts, could ask questions about the tool functionalities.
Several threats were defined to the validity of the study. Internal validity depended upon the number of students in the course; it was assumed that the quantity and quality of the subjects chosen provided a good internal validity. A risk related to external validity was the subjects' motivation, since some subjects could perform the study without responsibility or without a real interest in performing the project with a good quality as it could happen in an industrial project. Conversely, since the results and artifacts achieved by the subjects with ToolDAy's use, were necessary for the other phases (domain design and implementation), the external validity was considered sufficient.
The conclusion validity, no threats were found because the conclusions were drawn through descriptive statistic. In addition, the construction validity included three threats; (i) the first referred to the familiarity the subject had in Eclipse platform, and the others were (ii) the subjects' knowledge regarding domain analysis processes and (iii) their experience in domain analysis projects. However, the subjects had training on the process used in the project before it started, and the other two threats were included in the questionnaire to correlate them with possible difficulties encountered by the subjects using the tool. However the goal of the study is not to validate if the generated artifacts represent a real domain analysis, but to validate if the tool aided during the project execution.
Operation
The project consisted of four reuse tools, which provided solutions to increase the organization productivity through reuse according to its maturity level. At the end of the DA, they generated a feature model with 64 features, 14 requirements and 38 use cases. The subjects were six students that played the domain analyst role.
All subjects had already participated in projects using the same development platform used by ToolDAy, the Eclipse. This suggests that the learning curve to adapt to the tool's environment is smaller. However, one of them rated the knowledge in Eclipse as being basic, another rated it as good, while the others were very good. Furthermore, two subjects knew four domain analysis processes, another knew three and the rest knew just the one used during the project. Apart from this, all subjects were trained on the domain analysis process used in the project.
In addition, the subjects did not have much experience in domain analysis projects, since all of them have only participated in one to two academic projects and all of them participated in these projects as System Engineers, but some also had others roles.
Analysis and interpretation
This section describes the analysis and interpretation of the study.
Helpfulness in the process Four subjects considered that the tool aided in the process execution, another judged that the tool did not help a lot during the process execution, and the other did not see the gain in using the tool.
The reasons given by the two subjects for not considering the tool helpful were: great part of the process can be done manually (without tool support), the lack of integration with the next steps of domain engineering (design and implementation) and that the tool is not completed integrated with the domain engineering process used. However, this response may be influenced by the lack of experience in domain analysis projects. Furthermore, the tool focuses is on the domain analysis process support, some steps of the product derivation, and on generating the artifacts that will be later used on the remaining domain engineering phases, it does not intend to integrate the complete process.
The remaining subjects were also asked to explain why they considered the tool adoption helpful. The reasons were: it helps the execution of the process' steps (1 subject), it aids in the scope definition (1 subject) and in the domain modeling (3 subjects).
Regarding this question, the subjects were also asked to describe the strengths and weaknesses of using the tool. Besides the aspects given as reasons for not considering the tool helpful, other weaknesses generally described by them were: traceability among requirements, use cases and features is too simple; lack of requirement management; changes in the domain feature model are not reflected in the product map; the requirements cannot be classified in functional and non-functional nor have prioritization; and a model with too many features becomes too polluted. Furthermore, aspects related to usability, like common shortcuts and design, such as the symbols used to represent the relationships and feature, were also mentioned. Conversely, several of these reasons were considered valid and are now present in the current version of the tool.
The strengths described by the subjects, apart from the reasons described previously, were: the consistency checker; generation of reports; and the visual representation of the domain model.
Process Difficulty The subjects were given three difficulty categories to choose from: hard navigation among the tool's steps; lack or insufficient explanation for using the tool; and lack of knowledge in the DA process.
Only one subject did not have difficulty with the tool. The other answers were (multiple answers per subject): two said that the navigation is hard (both are familiar with the platform and some DA processes). Two answered that there was lack or insufficient explanation for using the tool (both are familiar with the platform, but one knows few DA processes and the other just one). A subject related the lack of knowledge in the DA process (he knows only one DA process). Furthermore, two other subjects did not choose any of the options; they informed that the difficulty occurred because of the symbols used to represent the relationships and because of the traceability between the domain feature model and the product map.
Even though the majority of subjects reported at least one difficulty with ToolDAy's usage, some of these aspects were related to GUI, or to specific aspects of traceability and not to the main functionalities of the tool, which is the main goal of this study. Moreover, some of the described difficulties have already being improved, such as the traceability and a better and bigger explanation in the tutorial.
Despite the fact that the subjects were asked to select the type of difficulty they had, it is not possible to analyze in which phase of the process this difficulty occurred. Thus, it indicates a failure in the questionnaire.
Consistency checker solution Only one subject informed that the consistency checker did not fully aid the problem identification. The tool restriction, according to him, refers to the lack of an easier identification of where the problem is, i.e., the tool should select the exact spot of the problem when the problem message is visualized. The remaining subjects considered the consistency checker message sufficient for identifying and resolving the problems.
Sufficient tutorial Two subjects that did not use the tutorial during the tool usage and the other four subjects used the tutorial and considered its information sufficient for learning how to use the tool. In addition, one of the subjects that did not use the tutorial was the same one who declared that had some difficulty due to lack or insufficient explanation for using the tool. Thus, this indicates that the tutorial may overcome this issue.
Moreover, the other subject that did not use the tutorial has only a basic knowledge in Eclipse and even so he did not have any difficulty using ToolDAy. Hence, this shows that even though ToolDAy is based on Eclipse, it is not necessary to have a great knowledge in it to use the tool. Furthermore, because of the difficulties described by the subjects, the tutorial information was extended although the majority of subjects considered its information enough.
Customization usefulness It was not possible to validate this question because no subjects used the customization options. The lack of use of the customizations options can indicate that they were not necessary because the default option is already sufficient, or the subjects may not knew about them. However, both cases indicate a failure in the questionnaire.
Analysis and interpretation conclusions
Even with the analysis not being conclusive, the study indicated that the tool has some strengths for the domain analysis support, mainly with the consistency checker and the domain model representation. On the other hand, aspects related to understanding (difficulties during the process execution) were taken into consideration for the second iteration cycle. Conversely, aspects such as the usefulness of the provided customization and which steps of the tool support were more difficulty to be executed, could not be conclusive.
Even though the requirements management has been changed since this evaluation, it is not the main functionality in a domain analysis process, for this reason it may still be improved, especially on how to treat the variabilities. RiSE lab has some works focused on this theme, requirements engineering and scoping for software product lines, which can lead to the identification of new requirements to be implemented for ToolDAy.
Nevertheless, some of the problems described by the subjects (such as, expectation about the requirement managements and the available customizations) can be resolved if a proper training, before the tool starts to be used, is performed.
Lessons learned
After the first study, some aspects should be considered to repeat the study, as they were seen as limitations of the first execution.
Training Instead of the subjects learning how to use it through the tutorial, a basic training can be applied. The training can emphasize on unused aspects by the subjects of this study and on the complaints related to it.
Questionnaires The questionnaires should be reviewed to collect more precise data related to feedback and the helpfulness of the tool. One option is to include questions regarding each process phase, i.e., planning, domain modeling, domain validation, product modeling, and product validation. Thus, it may be easier to map the exact problems the users had during the tool usage.
Second study
The second study replicated the first one; therefore, its phases were very similar. Later on this section, it is described the differences between them and the results achieved this time.
Planning
The study was conducted in a professional master degree at the university lab, hence it also ran off-line and it was conducted by the students that performed a domain analysis step in a small real-world case.
As the first study, the instrument used to validate it was a feedback form. However, the questionnaire was modified according to some of the lessons learned from the first study. Thus, its questions regarding the tool usage and the subject opinion about it were further divided in general use of the tool and on specific questions about each step supported by ToolDAy, while the other questions were kept the same.
The study was conducted as a single object study and the subjects were also selected based on convenience, being all of them M.Sc. students at CESAR.EDU 4 , Pernambuco, Brazil.
Before the subjects started to use the tool, they had training on ToolDAy's flowchart, detailing its optional steps and the expected artifacts as result, as opposed to the first study. Furthermore, the threats to validity for this study were the same of the previous one, but it was added a new internal validity that refers to the restrict duration of this study.
That is happens because, in the professional master, the classes for a specific topic-software reuse in this caselasts only one week. However, this goal was not to analyze the quality of the produced artifacts, instead it evaluated how the tool aided during the artifacts production. Thus, this internal validity was considered sufficient.
Operation
The project was to perform the domain engineering of the fixed shooter game domain. In order to do it, three games in this domain were presented to the subjects, which they had just the executables without any documentation (requirements and design specification, source code, etc) about the games. It is important to highlight that the subjects could analyze other games, consult experts, and so on, as part of the process. Moreover, the subjects were presented, in class, to three different domain analysis processes, and they could choose anyone of them to do the project.
There were ten subjects and they were divided in two groups of five people. Even though all subjects participated in the domain analysis phase, only two of them (one per group) actually used the tool. This situation will probably be repeated in companies use, because it is not much common to have several domain analysts within only one team.
This aspect was not expected (as it was considered an internal threat of the study), because the number of students in the class were enough to obtain a valid feedback and all of them were supposed to use the tool during the project.
The knowledge of the subjects in the Eclipse platform in this study varied a lot. One of them considered his knowledge as good, while the other rated it as low. In addition, both subjects had no experience with domain analysis processes, and they had never participated in domain analysis projects other than the one being described.
Analysis and interpretation
This section describes the feedback and comments made by the two subjects about the tool.
Helpfulness in the Process All of them considered that the tool use brought benefits to the project execution. Some of the benefits described by them were: facilitated the identification and validation of the domain scope and the variability points within it, provides a good graphical representation of the domain features and the consistency checker quickly aids in the inconsistency identification.
Moreover, one subject included a following comment regarding the tool usage: "Due to the lack of previous experience in domain analysis, and on how to do it, the tool usage was essential for a good understanding of the project and on how to fulfill the goals of the master course." Some improvements were also described, such as: improve the help system with examples, better explanation about the documentation fields, reduce the quantity of documentation fields and about the interface design.
Process difficulty Just one subject had difficulty during the project execution. He highlighted two difficulties, one in the planning step and another in the validation step. The former referred to the shortage of knowledge in the domain analysis process, and the latter to the lack of information regarding the expected data in the documentation fields.
Both the subjects considered that every step executed in ToolDAy brought benefits to the process (the product model step was not used). The benefits were the domain scope definition through the product map; the representation and identification of the domain features in the feature model; and the project documentation.
Consistency checker messages All subjects agreed that the consistency checker messages aid in the problem identification and solution. No more comments were added about them.
Sufficient tutorial One subject considered the tutorial enough to understand the tool usage and the other answered that the step sequence of the tutorial was not clear because it lacks real examples of how and what to fill in each step. Hence, it indicates an improvement in the tutorial details.
Customization usefulness Once again, no subject used the customizations. However one informed that the customizations were not used because the default configuration is good, while the other said that he did not know about what was possible to personalize in the tool. This indicates that even though there was training before the project start, the customizations should be more highlighted.
Analysis and interpretation conclusions
Even with the reduced number of subjects, there is indication that this questionnaire resolved some of the issues highlighted in the previous study. Furthermore, it proposed some improvements to the tutorial besides minor improvements to the tool itself. Once again, the majority of improvements and difficulties do not concern the tool functionalities supporting the domain analysis process, they focused more on usability items.
Industrial case
The industrial case was developed at CESAR 5 , a Brazilian Innovation Institute, with 600 employees and CMMI level 3. It is part of the company software reuse effort, as a way to institutionalize reuse in all of its projects.
The CESAR reuse program was conducted according to RiSE-TCM guidelines and process [11] . This process is divided in five phases: (1) adoption/improvement reuse strategy that identifies the business goals of the organization for which software reuse may be helpful, and builds a Reuse Adoption/Improvement Strategy that addresses the attainment of those goals. (2) Reuse maturity level evaluation, which understands the organization situation with respect to those business goals identified in the previous phase [12] . (3) Reuse adoption/improvement planning develops all the necessary plans to start a structured use of the software reuse technology in the organization. (4) The implementation of the reuse adoption/improvement pilot implements and monitors several trials or pilot projects in which software reuse is used in those areas of the system development identified as improvement candidates in the previous phase. Finally, (5) the reuse deployment deploys the reuse adoption/improvement solutions to new and ongoing projects.
The business goals defined for the project were: (a) increase the productivity and (b) reduce maintenance costs and development efforts. The pilot project selected was a web/social network with seven different releases. Due to these characteristics, the goal of the pilot was to adopt a software product line with the aimed benefits of: (1) better understandability of the project business; (2) identification of new market opportunities; (3) identification of new functionalities for the product; and (4) decrease the maintenance cost.
The team was composed of nine people with different roles and all of them were trained in domain engineering concepts and in how to use the tool. However, as it happened in the second study, only one person took the domain analyst role. Even though only one used the tool, all the artifacts were validated by the complete team.
The team goal for the complete project was to identify the domain modules to transform them into components, and for the domain analysis phase was to identify existing features from other tools that were not present in their tool.
They performed the domain analysis documenting the domain, defining its scope and building a glossary. They also created the product map with the analysis of eight rival applications and the features model of domain with 74 features.
At the end, the team considered that the DA goal was achieved. Moreover, a better understanding of the domain being developed was accomplished, since several new features were identified and planned to be developed. Moreover, it was possible to map the list of common and variable features of the domain, identifying them within the existing releases of the project.
The domain analyst did not have any formal DA process, therefore he followed ToolDAy steps and had no difficulty using it. However, improvements were highlighted, such as the possibility to export the product map as a table or document and to provide some other ways to visualize and print the feature model.
Even though the goal was achieved and the process result brought benefits to the team, for the domain analyst there was no real data that using ToolDAy during the DA process aided it. However, it is necessary to highlight that since the user did not follow a specific process, the tool contributed in the process execution because it provided a guideline to define the domain scope, its feature model and to document them. Furthermore, this industrial case worked as a proof of concept for the tool.
Apart from these evaluations, ToolDAy is being currently used in another industrial case. This new evaluation started in January, 2010 and there is no real data until now. The initial goal of the project is to perform the domain scope and analysis of four products, with different variations of them per client, in order to identify if it is viable to create a software product line for these products.
Conclusion
The implications to reduce development time and improve product quality make the software reuse approach very attractive for software organizations. Although its benefits are promising, it is a complex task to put it into practice. For instance, the domain analysis process involves a large quantity of interrelated activities and different sources of information to be analyzed, increasing its complexity, therefore a tool support becomes essential [6, 24, 27] .
In this sense, in order to facilitate the process usage and to aid the domain analyst to achieve systematic reuse in an effective way, this work presented ToolDAy-Tool for Domain Analysis-which goal is to provide a semi-automated support to domain analysis projects.
This work was based on an extensive systematic review, which results can be used for new tools development and for companies to identify possible tools to use. Additionally, the findings of the evaluations indicate that the tool is well suited for aiding the domain analysts in project execution, even though more and bigger evaluations are needed to guarantee that it is true.
Furthermore, ToolDAy focused on the gaps identified. The main one refers to the lack of tool providing full support to the three phases of the process. This aspect was fulfilled in ToolDAy implementation and its customizable environment intends to reduce the impact a new tool has when adopted in a company.
As future work, some improvements were identified, such as:
• Later binding times Variabilities are becoming more important due to costs associated to modifying existing software systems, therefore, there is a demand for postponing their decisions to later stages [14] . However, ToolDAy obligates the user to resolve all the variation options during the product derivation.
• Complex consistency rules Consistency rules are an important functionality because they delimitate possible configurations, not allowing inconsistency products. In spite of the available rules within ToolDAy, there are more complex rules that involve the combination of two or more features to implicate or exclude another feature and they can also involve the values defined for the feature's attributes.
• Import and export Some functionalities provided by ToolDAy are not as complete as they are in other tools. One example is the requirement management, tools like Doors 6 ,that provides a more complete management than ToolDAy. Therefore, more import and export options can be created for key tools in functionalities that are not the main focus of ToolDAy.
