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Abstract	  
This	  MQP	  involved	  the	  design	  and	  creation	  of	  a	  circuit	  board	  with	  a	  microprocessor	  to	  control	  the	  functions	  of	  a	  paintball	  marker	  (gun).	  The	  intent	  was	  to	  produce	  a	  board	  that	  had	  qualities	  and	  features	  similar	  to	  current	  top-­‐of-­‐the-­‐line	  commercial	  products,	  with	  the	  addition	  of	  a	  RF	  transceiver	  for	  remotely	  monitoring	  the	  status	  of	  the	  marker.	  The	  project	  culminated	  in	  the	  production	  of	  a	  prototype	  PCB	  that	  was	  tested	  with	  several	  models	  of	  marker	  and	  functioned	  correctly.	  A	  platform-­‐independent	  PC	  program	  facilitates	  the	  monitoring	  of	  tournament-­‐regulated	  settings	  during	  gameplay.	  Communications	  between	  the	  board	  and	  PC	  were	  successful	  and	  produced	  the	  desired	  results.	  	  
	  
	   ii	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1	  Introduction	  
	  Paintball,	  as	  a	  sport,	  has	  existed	  since	  the	  mid	  1980’s.	  Originally,	  all	  markers	  (commonly	  called	  “guns”)	  used	  fully	  mechanical	  pneumatic	  actions.	  As	  the	  sport	  evolved,	  so	  did	  the	  technology	  that	  was	  used.	  Electronic	  controls	  were	  introduced	  to	  eliminate	  malfunctions	  and	  improve	  functionality	  and	  reliability.	  In	  the	  current	  paintball	  market,	  all	  tournament	  grade	  markers	  are	  equipped	  with	  circuit	  board	  that	  controls	  the	  operation	  of	  a	  pneumatic	  solenoid.	  The	  circuit	  board	  is	  essentially	  the	  heart	  of	  the	  marker;	  it	  controls	  everything	  from	  the	  rate	  of	  fire	  to	  sensing	  if	  there	  is	  a	  ball	  in	  the	  breech	  ready	  to	  be	  fired.	  Much	  of	  the	  reason	  that	  modern	  markers	  are	  more	  consistent,	  reliable,	  and	  regulatable	  is	  due	  to	  well-­‐programmed	  control	  boards	  that	  can	  effectively	  and	  precisely	  manage	  the	  mechanical	  system.	  	  Specifically,	  good	  boards	  (and	  thus	  the	  board	  we	  created)	  will	  manage	  the	  following:	  firing	  settings,	  which	  will	  be	  discussed	  later;	  dwell,	  which	  is	  the	  length	  of	  time	  the	  solenoid	  is	  active	  for;	  ball	  and	  bolt	  delays,	  which	  are	  necessary	  to	  tune	  a	  marker	  for	  speed	  and	  consistency;	  the	  “eyes”,	  which	  are	  break-­‐beam	  sensors	  used	  to	  check	  whether	  a	  ball	  is	  in	  the	  breech	  or	  not;	  debouncing,	  which	  is	  typically	  comprised	  of	  several	  algorithms	  and	  settings	  for	  eliminating	  unintentional	  firing	  due	  to	  trigger	  bounce;	  and	  various	  timers	  (such	  as	  an	  auto-­‐off	  feature)	  and	  LED	  settings	  for	  user	  interface	  (UI)	  customization.	  A	  board	  should	  also	  include	  a	  bank	  of	  profiles,	  which	  can	  be	  saved	  and	  loaded,	  and	  a	  reset	  function,	  which	  reverts	  all	  settings	  to	  the	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default.	  A	  good	  example	  of	  a	  modern	  high-­‐end	  board	  is	  Tadao	  Technologies’	  Yakuza	  series	  Violent	  Yakuza1.	  	  It	  was	  the	  intention	  of	  this	  project	  to	  create	  a	  marker	  control	  board	  with	  all	  of	  the	  features	  and	  specifications	  of	  a	  top-­‐level	  board,	  plus	  the	  addition	  of	  a	  new	  innovation.	  This	  new	  feature	  is	  an	  RF	  transceiver,	  designed	  to	  communicate	  with	  another	  transceiver	  attached	  to	  a	  PC	  or	  other	  control	  module.	  The	  purpose	  of	  this	  system	  is	  mainly	  to	  send	  information	  about	  the	  paintball	  marker	  to	  a	  remote	  device,	  allowing	  a	  person,	  such	  as	  a	  field	  referee,	  to	  check	  that	  the	  players’	  settings	  are	  safe	  and	  legal.	  The	  RF	  system	  is	  flexible,	  and	  due	  to	  the	  use	  of	  transceivers,	  can	  be	  made	  to	  support	  other	  functions	  as	  well.	  For	  instance,	  a	  paintball	  field	  may	  use	  it	  to	  send	  a	  signal	  that	  deactivates	  all	  markers	  on	  the	  field	  in	  event	  of	  an	  emergency	  or	  other	  stoppage	  of	  play.	  	  Although	  the	  RF	  communication	  system	  undoubtedly	  has	  many	  potential	  uses,	  this	  project	  focused	  on	  the	  transmission	  of	  marker	  statistics	  to	  a	  remote	  computer,	  to	  be	  viewed	  by	  tournament	  officials.	  This	  use	  was	  decided	  upon	  because	  of	  its	  practical	  and	  useful	  nature.	  In	  paintball,	  even	  at	  the	  highest	  level	  of	  competition,	  monitoring	  and	  preventing	  cheating	  is	  a	  difficult	  task.	  There	  are	  several	  ways	  in	  which	  a	  player	  can	  attempt	  to	  cheat,	  but	  one	  of	  the	  most	  common	  is	  to	  use	  a	  modified	  control	  board	  that	  can	  easily	  switch	  between	  legal	  and	  illegal	  modes.	  This	  allows	  players	  to	  fool	  the	  referees	  when	  the	  markers	  are	  being	  checked	  for	  compliance,	  and	  then	  enter	  an	  illegal	  mode	  during	  play.	  With	  a	  trusted	  RF	  communication	  system	  in	  each	  marker,	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the	  referees	  would	  be	  able	  to	  check	  the	  board	  settings	  of	  any	  and	  all	  players	  in	  an	  instant,	  or	  even	  continuously,	  to	  make	  sure	  that	  everyone	  is	  in	  compliance	  with	  league	  rules.	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2	  Prior	  Art	  
	  Since	  its	  inception	  as	  a	  recreational	  activity,	  paintball	  has	  undergone	  many	  evolutionary	  changes	  in	  technology.	  Initially,	  all	  markers	  and	  supporting	  equipment	  were	  purely	  mechanical	  in	  nature	  (the	  trigger	  moves	  the	  sear,	  which	  releases	  the	  ram	  to	  open	  the	  valve).	  This	  quickly	  changed	  when	  players	  realized	  that	  the	  sear	  and	  trigger	  mechanism	  could	  be	  replaced	  with	  a	  circuit	  board	  that	  interfaces	  with	  a	  solenoid	  (replacing	  the	  sear)	  and	  a	  microswitch	  (replacing	  the	  triggers	  mechanics).	  This	  leap	  in	  technology	  paved	  the	  way	  for	  the	  first	  generation	  of	  electronically	  controlled	  paintball	  markers	  known	  as	  “sear	  trippers”.	  	  Sear	  trippers	  are	  functionally	  equivalent	  to	  their	  mechanical	  counterparts;	  however	  they	  are	  able	  to	  achieve	  much	  higher	  rates	  of	  fire	  due	  to	  their	  mechanical	  properties.	  The	  sear	  is	  what	  holds	  the	  ram	  back;	  having	  a	  faster-­‐moving,	  more	  consistent	  electronically	  controlled	  sear	  is	  what	  gave	  these	  markers	  the	  advantage	  over	  older	  purely	  mechanical	  technology.	  This	  was	  the	  pinnacle	  of	  marker	  technology	  until	  1996	  when	  WDP	  (now	  Angel	  Paintball	  Sports)	  introduced	  the	  first	  fully	  electro-­‐pneumatic	  paintball	  marker.	  This	  innovation	  did	  away	  with	  the	  entire	  sear	  portion	  of	  the	  marker	  in	  favor	  of	  a	  pneumatic	  solenoid.	  While	  the	  pneumatic	  solenoid	  is	  still	  interfaced	  with	  the	  circuit	  board,	  it	  provides	  a	  very	  different	  functionality.	  The	  purpose	  of	  the	  pneumatic	  solenoid	  is	  to	  physically	  control	  and	  redirect	  the	  flow	  of	  air	  within	  the	  marker	  rather	  than	  releasing	  a	  mechanical	  latch	  that	  would	  do	  the	  
	   5	  
same.	  This	  greatly	  increased	  the	  reliability	  and	  consistency	  of	  markers,	  and	  has	  been	  the	  industry	  standard	  for	  tournament	  level	  markers	  for	  the	  past	  15	  years.	  	  Now	  that	  paintball	  markers	  can	  be	  completely	  controlled	  through	  electronics,	  it	  is	  natural	  that	  the	  circuit	  board	  technology	  would	  also	  evolve.	  In	  its	  infancy,	  boards	  were	  nothing	  more	  than	  a	  microcontroller	  interfaced	  with	  a	  microswitch	  (trigger	  actuation),	  solenoid	  (firing	  the	  marker)	  and	  an	  LED	  (visual	  feedback	  of	  marker	  status).	  These	  boards	  provided	  little	  more	  than	  basic	  firing	  functions	  with	  a	  few	  firing	  modes	  (semi-­‐automatic,	  3-­‐round	  burst	  and	  fully-­‐automatic).	  	  The	  next	  wave	  of	  board	  technology	  came	  with	  the	  addition	  of	  two	  pieces	  of	  hardware,	  the	  LCD	  and	  photodiodes.	  LCD’s	  were	  added	  to	  make	  interfacing	  with	  the	  board	  easier.	  Now	  by	  looking	  at	  the	  display	  rather	  than	  referencing	  a	  manual	  or	  memorizing	  light	  codes,	  the	  user	  is	  able	  to	  modify	  dwell,	  debounce,	  max	  rate	  of	  fire	  and	  many	  other	  settings.	  It	  is	  common	  practice	  today	  for	  high	  quality	  boards	  to	  use	  OLED	  displays	  due	  to	  their	  low	  power	  consumption	  and	  high	  contrast	  ratio.	  	  The	  addition	  of	  the	  photodiode	  was	  arguably	  the	  most	  significant	  advancement	  in	  achieving	  a	  symbiotic	  relationship	  between	  the	  mechanical	  and	  electrical	  components	  of	  a	  paintball	  marker.	  The	  photodiode	  is	  responsible	  for	  sensing	  paintballs	  in	  the	  breach	  of	  the	  marker;	  this	  is	  done	  to	  ensure	  that	  a	  paintball	  is	  fully	  and	  properly	  loaded	  before	  the	  firing	  sequence	  can	  be	  initiated	  thus	  preventing	  the	  forward	  motion	  of	  the	  bolt	  from	  chopping	  a	  paintball	  in	  half.	  This	  addition	  allowed	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the	  user	  to	  fire	  as	  fast	  as	  possible	  without	  concern	  for	  equipment	  malfunction,	  and	  took	  the	  sport	  of	  paintball	  to	  a	  whole	  new	  level	  as	  a	  result.	  	  The	  ability	  to	  achieve	  a	  high	  rate	  of	  fire	  without	  causing	  malfunctions	  paved	  the	  way	  for	  rate	  of	  fire	  enhancement	  and	  cheating	  modes.	  Modes	  that	  would	  enhance	  your	  rate	  of	  fire	  became	  known	  as	  “ramping”	  modes,	  and	  their	  functionality	  would	  be	  to	  fire	  the	  marker	  more	  than	  once	  per	  trigger	  pull.	  In	  most	  cases,	  these	  ramping	  modes	  are	  not	  legal	  to	  be	  used	  at	  recreational	  fields	  or	  in	  tournaments	  due	  to	  the	  unfair	  advantage	  it	  gives	  the	  user;	  this	  is	  where	  cheater	  modes	  make	  their	  debut.	  Some	  boards	  were	  programmed	  to	  ramp	  the	  fire	  rate	  only	  after	  the	  player	  reached	  a	  certain	  minimum	  rate	  of	  fire;	  this	  was	  done	  to	  conceal	  the	  fact	  that	  the	  user	  was	  cheating.	  Other	  boards	  had	  a	  secret	  button	  sequence	  the	  user	  could	  input	  to	  make	  the	  board	  go	  into	  a	  ramping	  mode.	  This	  type	  of	  cheating	  is	  nearly	  undetectable,	  because	  unless	  a	  user	  is	  caught	  in	  the	  act	  of	  entering	  the	  code,	  he	  can	  easily	  disable	  the	  ramping	  and	  revert	  to	  a	  legal	  fire	  mode.	  Because	  of	  these	  underhanded	  techniques,	  cheating	  is	  difficult	  to	  prevent	  in	  tournament	  paintball.	  	  Recently	  added	  to	  board	  technology	  is	  the	  use	  of	  wireless	  technology.	  The	  marker’s	  board	  communicates	  wirelessly	  to	  the	  electronic	  hopper	  (loader	  for	  paintballs)	  instructing	  it	  to	  feed	  a	  paintball	  into	  the	  breach	  of	  the	  marker	  whenever	  the	  marker	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is	  fired.	  The	  idea	  behind	  this	  is	  to	  speed	  up	  the	  reaction	  time	  between	  firing	  and	  loading	  a	  new	  ball,	  thus	  helping	  the	  marker	  to	  fire	  as	  fast	  as	  possible.	  Currently	  there	  is	  no	  other	  way	  in	  which	  wireless	  technology	  is	  being	  used	  in	  paintball.	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3	  Objectives	  
	  It	  was	  our	  objective	  to	  make	  a	  fully	  functioning	  paintball	  marker	  control	  board	  with	  the	  addition	  of	  our	  wireless	  component.	  To	  do	  this	  we	  had	  to	  create	  a	  circuit	  board	  that	  would	  have	  all	  of	  the	  features	  that	  come	  standard	  with	  high-­‐end	  boards	  such	  as	  fire	  mode,	  max	  rate	  of	  fire,	  dwell	  and	  all	  other	  standard	  settings,	  but	  also	  be	  able	  to	  transmit	  the	  current	  settings	  on	  the	  board	  to	  a	  centralized	  computer.	  This	  entails	  creating	  both	  the	  board	  side	  and	  computer	  side	  interfaces.	  	  This	  allows	  the	  referee	  to	  monitor	  exactly	  what	  fire	  mode,	  rate	  of	  fire	  and	  any	  other	  settings	  that	  each	  player	  on	  the	  field	  is	  currently	  using.	  This	  will	  virtually	  eliminate	  any	  possibility	  of	  users	  being	  able	  to	  cheat	  by	  using	  rate	  of	  fire	  enhancing	  software.	  Our	  board	  also	  has	  to	  be	  able	  to	  interface	  with	  the	  existing	  hardware	  installed	  in	  the	  marker	  (solenoid,	  trigger,	  and	  IR	  transmitter	  and	  receiver	  pair)	  as	  well	  as	  function	  in	  a	  manner	  consistent	  with	  all	  league	  rules	  and	  regulations.	  	  	  To	  be	  able	  to	  complete	  this	  project	  in	  its	  entirety	  the	  overall	  design	  was	  broken	  down	  into	  two	  main	  objectives,	  hardware	  and	  software	  design.	  The	  hardware	  design	  portion	  consisted	  of	  component	  selection,	  component	  functionality	  testing,	  interfacing	  components,	  PCB	  design	  and	  reduction	  to	  form	  factor.	  The	  software	  design	  focused	  on	  programming	  the	  PIC18F2550	  to	  be	  able	  to	  interface	  with	  the	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hardware	  peripherals	  such	  as	  LCD/OLED	  drivers,	  RF	  module,	  IR	  sensor	  logic,	  debounce	  algorithms,	  settings	  menu	  and	  many	  others.	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4	  System	  Design	  Approach	  (Hardware)	  	  When	  designing	  an	  embedded	  system	  such	  as	  our	  board,	  the	  microcontroller	  is	  the	  engine	  off	  of	  which	  everything	  runs;	  therefore	  the	  first	  decision	  made	  regarding	  hardware	  design	  was	  the	  choice	  of	  microcontroller.	  Despite	  previous	  experience	  with	  the	  MSP430,	  it	  is	  paintball	  industry	  standard	  to	  use	  microcontrollers	  from	  Microchip	  Technology’s	  PIC	  family.	  Factors	  such	  as	  available	  interrupt	  pins,	  clock	  rate,	  size	  of	  memory,	  power	  consumption,	  USB	  support	  and	  interfacing	  capabilities	  helped	  narrow	  the	  selection	  down	  to	  a	  few	  well	  suited	  microcontrollers.	  After	  extensive	  comparison,	  the	  PIC18F25502	  was	  chosen	  for	  its	  low	  power	  consumption,	  wide	  range	  of	  features,	  and	  midsize	  form	  factor.	  	  In	  the	  industry	  of	  paintball	  it	  is	  almost	  universal	  to	  use	  a	  9V	  battery	  to	  power	  the	  board	  and	  all	  of	  the	  peripherals	  within	  a	  paintball	  marker.	  Often	  the	  only	  component	  that	  requires	  the	  9V	  is	  the	  solenoid,	  and	  since	  the	  PIC18F2550	  and	  all	  of	  the	  other	  peripherals	  can	  operate	  safely	  at	  5V,	  a	  5V	  voltage	  regulator	  was	  chosen	  to	  supply	  the	  system.	  For	  this	  task,	  the	  LM78053	  was	  chosen	  for	  its	  ability	  to	  handle	  input	  voltages	  ranging	  from	  7V	  to	  25V	  and	  provide	  a	  linear	  output	  of	  5V,	  even	  with	  decaying	  or	  fluctuating	  input	  voltages.	  The	  LM7805	  is	  also	  able	  to	  supply	  up	  to	  1.5	  A	  of	  current,	  which	  more	  than	  satisfies	  the	  requirements	  for	  the	  microcontroller	  and	  peripherals.	  In	  addition,	  the	  LM7805	  comes	  in	  a	  breadboard	  compatible	  package	  suited	  for	  testing	  and	  prototyping.	  However,	  because	  of	  its	  large	  footprint,	  in	  the	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final	  form	  factor	  the	  LM7805	  will	  be	  replaced	  with	  the	  LP2981IM-­‐5.0	  to	  reduce	  the	  overall	  size	  of	  the	  board.	  The	  LP2981IM-­‐5.0	  has	  similar	  characteristics	  to	  the	  LM7805	  but	  comes	  in	  a	  smaller	  package.	  	  Each	  paintball	  marker	  that	  uses	  a	  form	  of	  infrared	  (IR)	  emitter	  and	  receiver	  pair,	  known	  commonly	  as	  “eyes”,	  must	  interface	  the	  IR	  emitter	  and	  receiver	  with	  the	  control	  board	  in	  some	  manner.	  The	  eyes	  are	  located	  in	  the	  breech	  of	  the	  marker,	  and	  functionally	  they	  are	  used	  to	  detect	  the	  presence	  of	  properly	  seated	  paintballs	  within	  the	  breech.	  To	  accomplish	  this,	  the	  blockage	  of	  light	  between	  the	  IR	  emitter	  and	  detector	  needs	  to	  be	  converted	  to	  an	  electrical	  signal.	  When	  eyes	  are	  enabled,	  the	  emitter	  constantly	  transmits	  IR	  light;	  therefore	  the	  status	  of	  the	  IR	  receiver	  must	  be	  monitored.	  In	  the	  configuration	  of	  this	  board,	  when	  the	  receiver	  does	  not	  see	  the	  emitter,	  0V	  is	  supplied	  to	  input	  pin	  23	  of	  the	  PIC18F2550;	  when	  the	  receiver	  sees	  the	  emitter,	  5V	  is	  supplied	  to	  pin	  23.	  Thus	  the	  eyes	  are	  monitored	  via	  a	  digital	  input	  interrupt	  on	  the	  PIC18F2550’s	  pin,	  and	  this	  change	  in	  state	  is	  then	  handled	  by	  software	  running	  on	  the	  microcontroller.	  The	  LTE-­‐3024	  IR	  transmitter/receiver	  pair	  was	  used	  for	  this	  component.	  	  One	  of	  the	  main	  functionalities	  the	  board	  must	  accomplish	  is	  operating	  the	  solenoid	  for	  the	  purpose	  of	  firing	  the	  paintball	  marker.	  The	  array	  of	  pneumatic	  solenoids	  that	  is	  commonly	  used	  in	  paintball	  marker	  applications	  generally	  requires	  approximately	  9V	  and	  200mA	  to	  function	  properly.	  This	  high	  power	  requirement	  cannot	  be	  satisfied	  by	  the	  5V	  and	  25mA	  that	  an	  output	  pin	  of	  the	  PIC18F2550	  is	  able	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to	  supply;	  therefore	  a	  separate	  solenoid	  driver	  circuit	  is	  required	  to	  allow	  the	  microcontroller	  to	  control	  the	  solenoid.	  The	  solenoid	  driver	  circuit	  uses	  the	  properties	  of	  an	  N-­‐channel	  MOSFET	  to	  act	  as	  a	  switch.	  This	  switch	  is	  driven	  by	  the	  5V	  digital	  signal	  of	  the	  output	  pin	  7	  of	  the	  PIC18F2550,	  and	  when	  given	  a	  logic	  high	  signal,	  the	  circuit	  is	  completed,	  allowing	  9V	  to	  energize	  the	  solenoid.	  When	  the	  output	  signal	  of	  pin	  7	  is	  0V,	  the	  solenoid	  is	  no	  longer	  energized	  and	  returns	  to	  its	  normal	  state.	  During	  this	  return	  to	  its	  rest	  state,	  the	  solenoid	  has	  a	  collapsing	  magnetic	  field	  within	  its	  coils;	  this	  causes	  a	  large	  back	  electromotive	  force	  (EMF)	  that	  can	  damage	  the	  microcontroller.	  To	  protect	  against	  the	  back	  EMF	  damage,	  a	  reverse	  biased	  diode	  is	  placed	  across	  the	  terminals	  of	  the	  solenoid	  to	  ensure	  current	  only	  travels	  in	  our	  desired	  direction.	  A	  pull	  down	  resistor	  is	  also	  used	  on	  the	  gate	  pin	  of	  the	  N-­‐channel	  MOSFET	  to	  help	  stabilize	  the	  state	  of	  the	  switch.	  Additionally,	  the	  source	  pin	  is	  grounded,	  and	  the	  drain	  pin	  is	  connected	  to	  the	  negative	  terminals	  of	  both	  the	  EMF	  protection	  diode	  and	  the	  solenoid.	  The	  FDN337N	  N-­‐channel	  MOSFET	  was	  chosen	  for	  the	  final	  design	  because	  it	  is	  able	  to	  handle	  much	  more	  than	  the	  9V	  and	  200mA	  that	  solenoids	  typically	  draw,	  and	  it	  also	  comes	  in	  a	  very	  compact	  package.	  However,	  the	  board	  was	  prototyped	  with	  the	  IRF5105	  N-­‐channel	  MOSFET	  because	  it	  is	  functionally	  equivalent	  to	  the	  FDN337N6,	  but	  comes	  in	  a	  breadboard	  friendly	  package.	  	  	  The	  action	  of	  pulling	  the	  mechanical	  trigger	  on	  the	  marker	  initiates	  the	  firing	  sequence.	  There	  are	  two	  common	  methods	  of	  converting	  that	  physical	  movement	  of	  the	  trigger	  into	  an	  electrical	  signal	  that	  is	  monitored	  by	  the	  microcontroller	  for	  the	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purpose	  of	  initiating	  the	  firing	  sequence.	  One	  method	  requires	  an	  IR	  transmitter	  and	  receiver	  pair	  (much	  like	  the	  “eyes”)	  to	  be	  mounted	  on	  the	  board	  and	  connected	  to	  an	  input	  pin	  of	  the	  PIC18F2550.	  When	  the	  trigger	  is	  depressed,	  an	  arm	  on	  the	  trigger	  blocks	  the	  receiver	  from	  seeing	  the	  transmitter,	  thus	  triggering	  a	  change	  in	  voltage	  on	  the	  input	  pin,	  resulting	  in	  firing	  of	  the	  marker.	  The	  more	  common	  method	  (and	  the	  method	  chosen	  for	  this	  project)	  is	  to	  attach	  a	  microswitch	  to	  an	  input	  pin	  on	  the	  PIC18F2550.	  In	  this	  case,	  when	  the	  trigger	  is	  depressed,	  an	  arm	  on	  the	  trigger	  physically	  depresses	  a	  lever	  on	  the	  mechanical	  switch	  causing	  the	  normally	  open	  pin	  and	  common	  pin	  of	  the	  microswitch	  to	  connect	  and	  change	  the	  voltage	  on	  the	  PIC18F2550’s	  digital	  input	  pin	  resulting	  in	  firing	  of	  the	  marker.	  For	  our	  prototyping	  and	  implementation,	  the	  D2F-­‐FL7	  microswitch	  was	  chosen	  because	  of	  its	  small	  package,	  low	  actuating	  force	  and	  reliability.	  The	  D2F-­‐FL	  requires	  75g	  of	  force	  to	  actuate,	  is	  rated	  for	  over	  1,000,000	  actuations	  making	  its	  specifications	  comparable	  to	  most	  microswitches	  used	  in	  the	  paintball	  industry.	  	  The	  user	  of	  the	  paintball	  marker	  needs	  to	  be	  able	  to	  interact	  with	  the	  board	  to	  perform	  various	  functions	  such	  as	  turning	  on/off	  the	  board,	  enabling/disabling	  the	  eyes	  and	  editing	  menu	  settings.	  To	  accomplish	  this	  functionality,	  all	  that	  is	  required	  is	  to	  connect	  a	  single	  pole,	  single	  throw	  (SPST)	  button	  to	  a	  microcontroller	  input	  pin	  in	  the	  same	  manner	  that	  the	  microswitch	  is	  connected.	  When	  any	  of	  the	  buttons	  is	  pressed,	  its	  corresponding	  input	  pin	  changes	  from	  0V	  to	  5V,	  and	  a	  software	  routine	  is	  executed	  based	  on	  which	  button	  was	  pressed.	  During	  our	  prototyping	  phase,	  microswitches	  were	  used	  to	  simulate	  a	  button	  press	  because	  they	  are	  functionally	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equivalent.	  Since	  each	  marker	  is	  physically	  constructed	  differently,	  there	  is	  no	  universal	  board	  that	  will	  fit	  into	  every	  marker.	  Therefore,	  each	  model	  of	  marker	  will	  require	  a	  specific	  board	  layout	  and	  button	  configuration;	  this	  makes	  the	  final	  design	  vary	  depending	  on	  which	  model	  of	  marker	  it	  is	  being	  used	  with.	  The	  board	  was	  prototyped	  with	  the	  B3F-­‐10208.	  	  When	  the	  board	  is	  on	  and	  functioning,	  it	  is	  often	  necessary	  to	  know	  information	  about	  the	  status	  of	  the	  marker.	  In	  the	  past	  this	  has	  been	  accomplished	  through	  the	  use	  of	  LEDs,	  LCDs	  and	  most	  recently	  OLEDs.	  The	  use	  of	  LEDs	  can	  become	  somewhat	  complex,	  since	  the	  user	  must	  memorize	  the	  corresponding	  light	  “codes”	  that	  are	  associated	  with	  each	  mode	  the	  user	  wishes	  to	  edit.	  Due	  to	  the	  added	  convenience,	  most	  players	  prefer	  to	  have	  a	  graphical	  user	  display	  such	  as	  an	  LCD	  or	  an	  OLED.	  Since	  graphical	  displays	  are	  functionally	  equivalent	  to	  each	  other,	  there	  are	  other	  factors	  such	  as	  interface,	  contrast	  ratio,	  and	  power	  consumption	  that	  were	  considered	  in	  our	  component	  selection	  process.	  OLEDs	  have	  an	  extremely	  high	  contrast	  ratio	  (approximately	  1,000,000:1)	  when	  compared	  to	  LCDs	  (approximately	  1,000:1),	  thus	  allowing	  for	  easy	  viewing	  in	  all	  lighting	  situations.	  In	  addition,	  OLEDs	  have	  much	  lower	  power	  consumption	  than	  LCDs	  since	  their	  power	  consumption	  is	  directly	  proportional	  to	  the	  number	  of	  pixels	  activated	  (consuming	  a	  maximum	  of	  220mW).	  This	  made	  it	  an	  easy	  decision	  to	  choose	  OLED	  technology	  as	  opposed	  to	  a	  constant	  draw	  of	  300mW	  with	  a	  comparable	  LCD	  module.	  This	  design	  choice	  helps	  to	  optimize	  the	  use	  of	  power	  in	  an	  embedded	  system	  running	  off	  of	  expensive	  9V	  batteries.	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  The	  major	  innovation	  and	  central	  focus	  of	  this	  project	  was	  the	  addition	  of	  an	  RF	  transceiver	  to	  the	  board.	  When	  choosing	  a	  suitable	  RF	  module,	  factors	  such	  as	  interface,	  logic	  levels,	  range	  and	  number	  of	  simultaneous	  connections	  were	  weighted	  heavily.	  Almost	  all	  RF	  modules	  operate	  using	  the	  SPI	  or	  I2C	  interfaces,	  both	  of	  which	  are	  easily	  handled	  by	  the	  PIC18F2550	  microcontroller.	  Next,	  the	  range	  of	  the	  signal	  was	  considered.	  Since	  a	  paintball	  field	  is	  approximately	  120ft	  x	  170ft,	  the	  farthest	  a	  player	  could	  be	  from	  the	  receiving	  computer	  is	  approximately	  150ft	  (if	  the	  computer	  is	  positioned	  at	  midfield	  on	  the	  sideline).	  Thus,	  a	  module	  that	  can	  transmit	  at	  least	  200ft	  reliably	  was	  required.	  In	  tournament	  paintball	  there	  are	  usually	  a	  maximum	  of	  14	  players	  on	  the	  field	  at	  once	  (7	  vs.	  7),	  therefore	  the	  module	  must	  also	  be	  able	  to	  handle	  a	  minimum	  of	  14	  simultaneous	  connections.	  Using	  these	  design	  restrictions,	  the	  Nordic	  Semiconductor	  nRF24L01+9	  module	  was	  decided	  upon.	  A	  breakout	  version	  of	  the	  nRF24L01+	  was	  chosen	  for	  the	  prototype.	  Unfortunately	  the	  nRF24L01+	  operates	  on	  3V	  logic,	  whereas	  the	  microcontroller	  operates	  on	  5V	  logic.	  Thus	  a	  logic	  converter	  was	  used	  to	  convert	  back	  and	  forth	  between	  5V	  and	  3V	  logic	  signals.	  	  The	  purpose	  of	  a	  logic	  converter	  module	  is	  to	  translate	  one	  logic	  level	  to	  another	  and	  vice	  versa,	  acting	  as	  an	  interface	  between	  normally	  incompatible	  systems.	  Logic	  conversion	  circuitry	  was	  added	  between	  the	  nRF24L01+	  and	  microprocessor,	  as	  well	  as	  between	  the	  LCD	  and	  microprocessor.	  This	  logic	  converter	  had	  to	  fulfill	  2	  requirements:	  to	  successfully	  convert	  5V	  logic	  to	  3V	  logic,	  and	  to	  have	  a	  very	  small	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footprint	  to	  help	  conserve	  board	  real	  estate.	  The	  first	  implementation	  was	  a	  simple	  voltage	  divider,	  and	  while	  this	  did	  convert	  5V	  to	  3V,	  it	  provided	  a	  very	  noisy	  signal,	  which	  is	  unacceptable	  for	  RF	  transmission.	  In	  addition,	  this	  took	  up	  relatively	  large	  amounts	  of	  board	  real	  estate.	  The	  next	  attempt	  was	  a	  voltage	  clamp	  circuit	  consisting	  of	  a	  MOSFET	  and	  a	  diode.	  However,	  this	  presented	  problems	  in	  high	  frequency	  applications,	  as	  well	  as	  occupying	  even	  more	  board	  real	  estate.	  Finally,	  a	  Texas	  Instruments	  TXS0104E10	  was	  obtained.	  This	  product	  was	  chosen	  for	  the	  logic	  converter	  component	  because	  it	  meets	  the	  translation	  requirements	  and	  comes	  in	  a	  small	  SOIC	  package.	  	  	  The	  initial	  design	  incorporated	  USB	  connectivity	  to	  the	  board.	  This	  would	  allow	  the	  user	  to	  customize	  all	  software	  related	  aspects	  of	  the	  board,	  save	  profiles,	  and	  receive	  software	  updates	  all	  on	  his	  or	  her	  personal	  computer.	  This	  is	  one	  of	  the	  reasons	  the	  PIC18F2550,	  which	  has	  a	  framework	  for	  a	  USB	  interface,	  was	  chosen.	  This	  feature	  was	  low-­‐priority,	  however,	  and	  due	  to	  the	  limited	  time	  available	  for	  this	  project,	  this	  functionality	  was	  not	  implemented.	  	  Figure	  1	  (below)	  is	  a	  summarization	  of	  the	  components	  chosen	  for	  the	  prototype	  board.	  Additional	  information	  about	  these	  components,	  as	  well	  as	  other	  components	  mentioned	  in	  this	  section,	  is	  available	  in	  their	  respective	  data	  sheets,	  which	  are	  provided	  as	  references	  in	  this	  report.	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Model	  No.	   Manufacturer	   Component	  Type	  PIC18F2550	   Microchip	  Technology	   Microprocessor	  LM7805	   Generic	   Voltage	  Regulator	  LTE-­‐302	   LITE-­‐ON	   IR	  Emitter/Receiver	  IRF510	   Fairchild	  Semiconductor	   N-­‐Channel	  MOSFET	  D2F-­‐FL	   Omron	   Microswitch	  GDM1602K	   Xiamen	  Ocular	   LCD	  nRF24L01+	   Nordic	  Semiconductor	   RF	  Transceiver	  TXS0104E	   Texas	  Instruments	   Logic	  Converter	  B3F-­‐1020	   Omron	   Button	  
Figure	  1:	  Table	  of	  Hardware	  Components	  for	  Prototype	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5	  System	  Construction	  (Hardware)	  
	  
5.1	  PIC18F2550	  	  The	  PIC18F2550	  is	  the	  core	  component	  in	  the	  design	  of	  this	  product;	  it	  interfaces	  with	  each	  subsystem	  to	  control	  the	  entire	  functionality	  of	  the	  marker.	  For	  basic	  functionality,	  the	  PIC18F2550	  only	  needs	  5V	  to	  be	  supplied	  to	  both	  VCC	  pins	  (pins	  8	  and	  19),	  pin	  20	  must	  be	  grounded,	  and	  pin	  1	  should	  be	  connected	  to	  5V	  through	  a	  10kΩ	  pull-­‐up	  resistor.	  The	  rest	  of	  the	  pins	  are	  available	  to	  be	  configured	  as	  desired.	  One	  design	  restriction	  faced	  was	  the	  small	  number	  of	  interrupt-­‐enabled	  pins.	  Pins	  21,	  23,	  and	  28	  can	  be	  configured	  as	  interrupts,	  and	  therefore	  were	  allocated	  to	  the	  trigger,	  eye	  input	  and	  power	  systems	  respectively.	  Other	  components,	  such	  as	  the	  LCD	  and	  RF	  module,	  have	  no	  need	  for	  an	  interrupt.	  However	  these	  two	  components	  communicate	  through	  a	  serial	  data	  port,	  and	  therefore	  need	  to	  be	  connected	  to	  pins	  17	  and	  18,	  which	  are	  designated	  for	  serial	  communication.	  All	  other	  components	  were	  allocated	  to	  the	  most	  convenient	  pin	  based	  on	  PCB	  spacing.	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Figure	  2:	  PIC18F2550	  Component	  Schematic	  	  
5.2	  5V	  Supply	  	  One	  of	  the	  hardships	  faced	  when	  dealing	  with	  the	  5V	  supply	  circuit	  was	  due	  to	  an	  easily	  avoidable	  oversight.	  The	  LM7805	  was	  first	  configured	  by	  attaching	  the	  gate	  pin	  to	  +9V,	  attaching	  the	  drain	  pin	  to	  ground,	  and	  using	  the	  source	  pin	  as	  a	  5V	  output.	  This	  successfully	  powered	  the	  microcontroller,	  but	  whenever	  the	  solenoid	  was	  actuated	  the	  system	  would	  immediately	  restart.	  Upon	  further	  inspection	  of	  the	  data	  sheet,	  it	  was	  found	  that	  when	  the	  LM7805	  is	  configured	  for	  5V	  regulation,	  two	  capacitors	  (0.33µF	  and	  a	  0.1µF)	  are	  required	  to	  stabilize	  the	  output	  voltage	  signal.	  The	  0.33µF	  capacitor	  was	  added	  between	  the	  gate	  and	  drain	  pins	  and	  the	  0.1µF	  
	   20	  
capacitor	  was	  added	  between	  the	  drain	  and	  source	  pins,	  and	  the	  LM7805	  module	  acted	  as	  desired,	  providing	  a	  consistent	  5V	  to	  both	  VCC	  pins	  as	  well	  as	  other	  peripherals	  requiring	  5V	  to	  operate.	  	  
	  
Figure	  3:	  LM7805	  Component	  Schematic	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Figure	  4:	  9V	  to	  5V	  Conversion	  Oscilloscope	  Reading	  	  In	  figure	  4,	  the	  orange	  line	  is	  the	  voltage	  output	  from	  the	  battery	  into	  the	  LM7805	  voltage	  regulator	  and	  the	  cyan	  line	  is	  the	  voltage	  output	  from	  the	  LM7805	  to	  multiple	  components	  on	  the	  circuit	  board.	  The	  oscilloscope	  resolution	  is	  set	  to	  5V	  per	  division.	  This	  reading	  was	  taken	  over	  the	  course	  of	  approximately	  two	  seconds,	  during	  which	  the	  solenoid	  was	  activated	  several	  times.	  As	  can	  be	  seen,	  there	  was	  no	  interruption	  in	  the	  power	  supplied	  to	  the	  components.	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5.3	  IR	  Transmitter/Receiver	  	  This	  circuit	  is	  fairly	  simple	  in	  concept:	  the	  emitter	  is	  always	  on	  and	  the	  receiver	  is	  constantly	  monitoring	  whether	  or	  not	  it	  can	  see	  the	  IR	  light	  coming	  from	  the	  emitter.	  The	  design	  of	  this	  board	  has	  the	  positive	  terminal	  of	  the	  IR	  emitter	  tied	  directly	  to	  the	  output	  pin	  (pin	  22)	  through	  a	  350Ω	  resistor,	  and	  the	  negative	  terminal	  tied	  directly	  to	  ground.	  Thus	  the	  board	  can	  send	  either	  a	  high	  or	  low	  logic	  signal	  to	  the	  output	  pin	  and	  selectively	  enable	  or	  disable	  the	  emitter	  through	  software.	  The	  IR	  receiver	  is	  connected	  to	  the	  microcontroller	  in	  a	  similar	  fashion,	  with	  the	  positive	  terminal	  connected	  to	  output	  pin	  22	  directly;	  however,	  the	  negative	  terminal	  of	  the	  receiver	  is	  connected	  to	  input	  pin	  23	  on	  the	  microcontroller,	  with	  a	  10kΩ	  resistor	  in	  between.	  This	  is	  done	  because	  when	  the	  IR	  emitter	  and	  receiver	  pair	  can	  “see”	  each	  other,	  the	  voltage	  on	  the	  negative	  terminal	  of	  the	  receiver	  is	  5V,	  but	  when	  they	  become	  blocked	  and	  can	  no	  longer	  “see”	  each	  other,	  the	  voltage	  on	  the	  negative	  terminal	  transitions	  to	  0V.	  This	  allows	  the	  software	  to	  monitor	  the	  status	  of	  input	  pin	  23	  to	  know	  if	  there	  is	  a	  paintball	  properly	  seated	  in	  the	  breech,	  ready	  to	  fire.	  Initially	  the	  output	  pin	  was	  connected	  to	  a	  2kΩ	  resistor,	  and	  this	  first	  design	  of	  the	  circuit	  functioned	  well.	  However,	  after	  extensive	  testing	  it	  was	  found	  that	  the	  system	  was	  too	  sensitive	  to	  changes	  in	  the	  amount	  of	  IR	  light	  that	  the	  receiver	  could	  see.	  The	  problem	  was	  due	  to	  a	  low	  intensity	  of	  the	  emitter’s	  light,	  and	  therefore	  could	  be	  remedied	  by	  lowering	  the	  resistance.	  The	  2kΩ	  resistor	  was	  removed	  in	  favor	  of	  a	  350Ω	  resistor,	  thus	  changing	  the	  emitter’s	  power	  from	  12.5mW	  to	  71.4mW,	  just	  below	  the	  emitter’s	  maximum	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power	  rating	  of	  75mW.	  This	  change	  in	  resistance	  made	  the	  IR	  detection	  much	  more	  reliable.	  	  	  Figure	  5	  shows	  the	  schematic	  for	  the	  IR	  pair	  component.	  Note	  that	  the	  LED	  and	  phototransistor	  must	  be	  close	  enough	  and	  have	  enough	  shielding	  that	  the	  light	  from	  the	  LED	  can	  be	  consistently	  detected	  by	  the	  phototransistor.	  Figure	  6	  shows	  an	  oscilloscope	  reading	  of	  voltage	  across	  the	  eyes	  taken	  as	  they	  went	  from	  a	  blocked	  state	  (5V)	  to	  an	  unblocked	  state	  (0V).	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Figure	  5:	  IR	  "Eyes"	  Component	  Schematic	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Figure	  6:	  IR	  "Eyes"	  Transition	  Oscilloscope	  Reading	  	  
5.4	  N-­Channel	  MOSFET	  	  The	  solenoid	  driver	  circuit	  is	  basically	  an	  on/off	  switch	  for	  the	  solenoid,	  controlled	  by	  digital	  I/O	  logic	  from	  the	  microcontroller.	  This	  requires	  an	  additional	  component	  because	  the	  microcontroller	  is	  not	  able	  to	  handle	  the	  high	  power	  requirement	  of	  the	  solenoid,	  nor	  is	  it	  able	  to	  deal	  with	  the	  back	  EMF	  created	  by	  the	  collapsing	  magnetic	  field	  within	  the	  solenoid.	  The	  MOSFET	  is	  used	  as	  a	  switch	  to	  supply	  the	  solenoid	  with	  the	  required	  9V,	  and	  a	  diode	  is	  used	  for	  isolation,	  blocking	  the	  back	  EMF	  
	   26	  
created	  when	  the	  solenoid	  is	  switched	  off.	  The	  gate	  pin	  of	  the	  IRF510	  module	  is	  connected	  to	  pin	  7	  of	  the	  PIC18F2550,	  and	  when	  it	  is	  at	  5V	  the	  drain	  and	  source	  pins	  of	  the	  IRF510	  conduct,	  thus	  supplying	  the	  solenoid	  with	  the	  9V	  needed	  for	  actuation.	  Then	  when	  pin	  7	  is	  at	  0V,	  the	  drain	  and	  source	  pins	  no	  longer	  conduct	  and	  the	  solenoid	  is	  no	  longer	  energized.	  Testing	  this	  method	  on	  five	  stock	  paintball	  markers,	  the	  Eclipse	  Ego	  7,	  Eclipse	  Geo,	  Dye	  Matrix,	  Dye	  Matrix	  8	  and	  Dye	  NT,	  proved	  that	  it	  works	  as	  desired	  with	  all	  of	  them.	  	  	  
	  
Figure	  7:	  Solenoid	  Component	  Schematic	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Figure	  8:	  Solenoid	  Activation	  Oscilloscope	  Reading	  	  In	  Figure	  8,	  the	  orange	  line	  (1)	  is	  the	  input	  voltage	  from	  the	  eyes	  to	  the	  PIC18F2550,	  the	  cyan	  line	  (2)	  is	  the	  input	  from	  the	  trigger	  to	  the	  PIC18F2550,	  and	  the	  purple	  line	  (3)	  is	  the	  voltage	  across	  the	  solenoid.	  The	  x-­‐axis	  has	  a	  resolution	  of	  5V	  per	  division,	  and	  the	  y-­‐axis	  has	  a	  resolution	  of	  250ms	  per	  division.	  The	  0V	  reference	  point	  for	  each	  line	  is	  shown	  by	  the	  arrow	  next	  to	  the	  line	  number.	  First,	  the	  eyes	  are	  blocked	  (seen	  by	  the	  drop	  in	  voltage	  of	  line	  1),	  which	  enables	  the	  fire	  routine	  to	  be	  run.	  Then	  the	  trigger	  is	  pulled	  (causing	  the	  voltage	  jump	  in	  line	  2),	  initiating	  the	  firing	  routine,	  which	  causes	  the	  solenoid	  to	  be	  activated	  for	  the	  duration	  of	  the	  dwell.	  In	  this	  case,	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the	  dwell	  was	  set	  to	  the	  default	  of	  10ms,	  which	  is	  shown	  here	  by	  the	  brief	  voltage	  drop	  in	  line	  3.	  	  	  
5.5	  Microswitches/Buttons	  	  Human	  interfacing	  is	  accomplished	  with	  two	  SPDT	  momentary	  buttons	  and	  one	  SPST	  microswitch,	  which	  are	  used	  for	  power,	  eye	  enable/disable	  and	  the	  trigger.	  Each	  switch	  is	  connected	  to	  an	  input	  pin	  on	  the	  PIC18F2550	  and	  to	  5V	  with	  a	  10kΩ	  pull-­‐down	  resistor	  connecting	  the	  pin	  to	  ground.	  When	  one	  of	  the	  switches	  is	  mechanically	  activated,	  the	  PIC18F2550	  input	  pin	  changes	  from	  0V	  to	  5V	  and	  software	  acts	  accordingly.	  Additionally	  when	  a	  button	  is	  released	  (changing	  the	  voltage	  of	  the	  input	  pin	  from	  5V	  to	  0V),	  other	  actions	  can	  be	  taken	  if	  a	  separate	  function	  is	  desired	  upon	  button	  release.	  Other	  than	  finding	  optimal	  debounce	  values,	  little	  difficulty	  was	  had	  while	  implementing	  these	  switches.	  	  
	  
Figure	  9:	  Microswitch	  Component	  Schematic	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5.6	  LCD	  	  The	  initial	  choice	  of	  LCD	  was	  the	  Newhaven	  Display	  NHD-­‐C12832A1Z11,	  which	  communicates	  through	  SPI.	  During	  testing,	  a	  ground	  wire	  was	  connected	  improperly,	  resulting	  in	  the	  destruction	  of	  the	  LCD.	  Although	  another	  module	  was	  obtained,	  efforts	  to	  implement	  communication	  between	  the	  microcontroller	  and	  LCD	  were	  unsuccessful.	  Another	  LCD	  was	  acquired	  from	  the	  WPI	  robotics	  laboratory,	  however	  this	  module	  had	  no	  documentation	  of	  its	  electrical	  specifications	  or	  communication	  protocol.	  With	  no	  LCD	  or	  OLED	  suitable	  for	  the	  final	  product	  available,	  a	  SerLCD	  v2.5	  kit	  was	  obtained	  for	  use	  in	  prototyping,	  which	  uses	  the	  GDM1602K12.	  The	  VCC	  and	  ground	  pins	  of	  the	  SerLCD	  v2.5	  module	  were	  connected	  to	  5V	  and	  0V,	  respectively,	  and	  pin	  17	  of	  the	  PIC18F2550	  was	  connected	  to	  the	  receive	  pin	  of	  the	  LCD	  module.	  This	  LCD,	  although	  larger	  and	  more	  basic	  than	  the	  ideal	  component,	  had	  excellent	  documentation	  and	  was	  easily	  configured.	  This	  component	  is	  not	  suitable	  for	  the	  final	  product	  due	  to	  its	  size,	  however	  the	  time	  constraints	  and	  lack	  availability	  of	  suitable	  displays	  made	  this	  a	  reasonable	  choice	  for	  prototyping.	  	  Figure	  10	  shows	  one	  byte	  of	  data	  being	  transmitted	  to	  the	  LCD	  via	  the	  PIC18F2550’s	  serial	  port.	  The	  x-­‐axis	  has	  a	  resolution	  of	  5V	  per	  division,	  and	  the	  y-­‐axis	  has	  a	  resolution	  of	  500µs.	  The	  first	  bit	  transmitted	  is	  shown	  by	  the	  black	  arrow	  on	  the	  top	  of	  the	  graph.	  This	  occurred	  at	  t=120µs.	  The	  last	  bit	  finished	  transmitting	  at	  about	  t=960µs,	  giving	  a	  total	  transmission	  time	  of	  roughly	  840µs	  for	  one	  byte.	  The	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PIC18F2550	  is	  configured	  to	  transmit	  to	  the	  LCD	  at	  a	  speed	  of	  9.615kbps;	  using	  the	  numbers	  observed	  here,	  a	  transmit	  speed	  of	  9.524kbps	  is	  obtained,	  a	  reasonably	  close	  measurement.	  	  
	  
Figure	  10:	  Sample	  LCD	  Data	  Transmission	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5.7	  Logic	  Converting	  	  Converting	  between	  5V	  and	  3V	  logic	  was	  required	  because	  two	  of	  the	  final	  design	  components	  require	  input	  voltages	  at	  3V.	  First,	  a	  3V	  Zener	  diode	  was	  used	  in	  a	  “Zener	  clamp”	  configuration	  to	  regulate	  the	  voltage	  to	  3V.	  This	  proved	  to	  be	  effective	  for	  regulating	  the	  voltage	  to	  3V,	  but	  on	  transitions	  there	  were	  voltage	  spikes	  that	  created	  noise	  that	  was	  unacceptable	  for	  the	  digital	  logic	  circuit	  to	  handle.	  Texas	  Instruments	  manufactures	  an	  IC	  that	  comes	  in	  a	  SOIC	  package	  and	  performs	  this	  logic	  conversion,	  but	  it	  was	  not	  easily	  available.	  After	  contacting	  TI	  directly,	  a	  sample	  order	  of	  TXS0104E	  logic	  converters	  was	  obtained.	  The	  TXS0104E	  is	  configured	  by	  supplying	  pin	  14	  of	  the	  module	  with	  the	  high	  reference	  voltage	  (5V)	  and	  pin	  1	  of	  the	  module	  with	  the	  voltage	  being	  converting	  to	  (3V).	  Since	  there	  is	  no	  3V	  reference	  source	  to	  supply	  to	  pin	  1,	  a	  10kΩ	  resistor	  and	  17.5kΩ	  resistor	  were	  used	  in	  a	  voltage	  divider	  configuration	  to	  reduce	  the	  5V	  to	  approximately	  3V.	  Additionally,	  pin	  7	  of	  the	  TXS0104E	  must	  be	  grounded,	  and	  pin	  8	  must	  be	  supplied	  with	  5V	  to	  enable	  output.	  Once	  implemented	  properly	  in	  the	  circuit,	  the	  converter	  worked	  perfectly,	  bidirectionally	  translating	  signals	  for	  both	  the	  RF	  module	  and	  LCD	  module.	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Figure	  11:	  TXS0104E	  Component	  Schematic	  	  
	  
Figure	  12:	  Logic	  Conversion	  Oscilloscope	  Reading	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  In	  figure	  12,	  the	  orange	  line	  is	  the	  digital	  output	  from	  the	  PIC18F2550	  into	  the	  TXS0104E,	  the	  cyan	  line	  is	  the	  output	  from	  the	  TXS0104E	  into	  the	  nRF24L01+.	  The	  oscilloscope	  resolution	  is	  set	  to	  2V	  per	  division.	  
5.8	  RF	  	  The	  Nordic	  Semiconductor	  nRF24L01+	  RF	  transceiver	  module	  was	  chosen	  for	  this	  project,	  and	  initially	  it	  was	  believed	  to	  be	  a	  self-­‐contained	  module	  with	  all	  necessary	  components	  included.	  Upon	  obtaining	  the	  module,	  this	  was	  found	  to	  be	  incorrect,	  and	  that	  many	  specific	  components	  were	  required	  to	  operate	  the	  RF	  transceiver.	  However,	  this	  transceiver	  is	  also	  available	  in	  a	  breakout	  board,	  complete	  with	  necessary	  components,	  as	  well	  as	  in	  a	  board	  that	  has	  a	  USB	  connection	  built-­‐in.	  For	  the	  breakout	  board,	  there	  are	  only	  four	  pins	  to	  interface	  with	  (Tx,	  Rx,	  Gnd,	  VCC),	  and	  for	  the	  USB	  board,	  a	  sole	  USB	  port	  is	  already	  configured.	  After	  receiving	  and	  configuring	  these	  new	  nRF24L01+	  boards,	  data	  was	  successfully	  transmitted	  to	  the	  computer.	  However,	  the	  data	  sent	  was	  not	  the	  intended	  message.	  After	  using	  the	  logic	  analyzer	  to	  view	  the	  output	  pin	  of	  the	  RF	  module,	  it	  was	  found	  that	  only	  every	  5th	  byte	  was	  being	  sent.	  This	  led	  to	  the	  conclusion	  that	  the	  buffer	  on	  the	  RF	  module	  was	  not	  large	  enough	  to	  hold	  the	  entirety	  of	  the	  data,	  and	  data	  was	  being	  sent	  from	  the	  microcontroller	  after	  the	  RF	  module’s	  buffer	  was	  full,	  resulting	  in	  dropped	  data.	  To	  remedy	  this	  problem,	  a	  larger	  delay	  was	  added	  to	  the	  “RF	  send”	  function,	  allowing	  the	  buffer	  to	  fill	  and	  empty	  before	  the	  next	  command	  is	  sent.	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Figure	  13:	  Sample	  RF	  Data	  Transmission	  	  Figure	  13	  is	  an	  oscilloscope	  reading	  of	  the	  input	  to	  the	  nRF24L01+.	  The	  oscilloscope	  resolution	  is	  set	  to	  2V	  per	  division.	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6	  System	  Design	  Approach	  (Software)	  
	  The	  first	  step	  in	  constructing	  the	  marker	  control	  board	  was	  to	  outline	  the	  functionality	  it	  should	  provide,	  and	  how	  it	  would	  do	  so,	  by	  designing	  block	  diagrams	  and	  use	  cases.	  From	  there,	  the	  construction	  of	  the	  marker	  control	  board	  can	  be	  separated	  into	  hardware	  and	  software	  components.	  The	  hardware	  section	  consisted	  of	  selecting	  components,	  designing	  and	  implementing	  the	  circuit,	  and	  preparing	  a	  prototype	  PCB.	  The	  software	  section	  consisted	  of	  designing	  a	  system	  that	  would	  provide	  the	  necessary	  functionality	  within	  the	  constraints	  of	  the	  hardware,	  and	  implementing	  this	  design.	  	  
6.1	  Functionality	  Outline	  	  In	  order	  to	  ensure	  that	  the	  control	  board	  would	  be	  competitive	  with	  current	  high-­‐end	  boards,	  the	  functionality	  was	  derived	  in	  part	  from	  that	  of	  available	  high-­‐end	  boards,	  and	  in	  part	  from	  the	  recommendations	  of	  an	  experienced	  tournament	  paintball	  competitor.	  First,	  the	  basic	  functions	  of	  an	  operable	  marker	  control	  board	  were	  outlined.	  These	  include:	  the	  ability	  to	  monitor	  an	  infrared	  sensor-­‐emitter	  pair	  (the	  “eyes”	  of	  the	  marker),	  the	  ability	  to	  activate	  a	  solenoid	  for	  a	  specific	  duration	  of	  time	  (this	  controls	  air	  flow	  in	  the	  marker),	  the	  ability	  to	  detect	  when	  a	  microswitch	  is	  pressed	  (the	  trigger),	  the	  ability	  to	  provide	  visual	  feedback	  to	  the	  user,	  and	  the	  ability	  to	  run	  off	  a	  standard	  9-­‐volt	  battery.	  In	  addition,	  this	  board	  would	  require	  a	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unique	  ability:	  the	  ability	  to	  communicate	  via	  RF.	  Based	  on	  these	  basic	  abilities,	  the	  board	  would	  need	  to	  provide	  higher-­‐level	  functionality	  for	  the	  user.	  These	  will	  be	  detailed	  in	  the	  following	  paragraphs.	  	  
6.2	  Debouncing	  	  First,	  the	  board	  needs	  to	  implement	  debouncing	  of	  the	  trigger	  switch,	  so	  that	  the	  electrical	  noise	  generated	  by	  the	  physical	  switch	  during	  a	  normal	  press	  and	  release	  is	  not	  interpreted	  as	  multiple	  presses.	  Modern	  boards	  handle	  this	  well	  by	  providing	  two	  user-­‐configurable	  delays	  during	  which	  the	  trigger	  input	  is	  ignored.	  These	  are	  known	  as	  the	  debounce	  and	  anti-­‐mechanical	  bounce	  delays.	  The	  debounce	  delay	  occurs	  immediately	  after	  a	  trigger	  pull	  is	  detected,	  and	  is	  a	  very	  short	  delay	  in	  order	  to	  ignore	  any	  noise	  during	  the	  depression	  of	  the	  switch	  that	  may	  be	  identified	  as	  another	  release	  and	  press.	  The	  anti-­‐mechanical	  bounce	  delay	  occurs	  after	  the	  solenoid	  is	  deactivated,	  and	  aims	  to	  prevent	  misidentified	  trigger	  pulls	  due	  to	  the	  physical	  jarring	  of	  the	  marker	  when	  the	  bolt	  returns	  to	  its	  original	  position.	  	  Many	  of	  the	  time	  delays	  used	  by	  this	  board,	  such	  as	  the	  debouncing	  delays,	  are	  user-­‐configurable.	  This	  means	  that	  the	  board	  provides	  a	  method	  by	  which	  the	  user	  may	  select	  the	  length	  of	  the	  delay	  from	  within	  an	  interval	  that	  is	  broken	  into	  discreet	  increments.	  The	  specific	  intervals	  and	  increments	  chosen	  will	  be	  discussed	  later	  in	  the	  section,	  but	  it	  is	  relevant	  to	  note	  that	  the	  reason	  for	  having	  editable	  delays	  is	  practical.	  This	  board	  is	  designed	  to	  be	  able	  to	  operate	  any	  modern	  paintball	  marker,	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each	  of	  which	  has	  different	  hardware.	  The	  performance-­‐oriented	  paintballer,	  whether	  involved	  in	  competition	  or	  not,	  will	  want	  to	  tweak	  these	  settings	  to	  get	  the	  best	  performance	  for	  his	  particular	  hardware	  setup.	  Although	  these	  delays	  do	  add	  up	  and	  are	  executed	  on	  every	  shot,	  lower	  is	  not	  always	  better.	  The	  optimal	  settings	  really	  depend	  on	  the	  physical	  qualities	  of	  the	  marker	  itself.	  If	  the	  delays	  are	  too	  low,	  the	  marker	  will	  experience	  bounce,	  and	  the	  player	  risks	  getting	  disqualified	  from	  tournaments.	  The	  only	  risk	  from	  setting	  them	  too	  high	  is	  that	  the	  marker	  may	  not	  fire	  as	  fast	  as	  it	  is	  capable	  of.	  However,	  a	  good-­‐quality,	  well-­‐maintained	  marker	  should	  be	  able	  to	  function	  at	  or	  near	  the	  default	  values,	  which	  give	  a	  total	  of	  18ms	  of	  delay	  per	  shot.	  Since	  the	  solenoids	  used	  for	  the	  firing	  mechanism	  in	  markers	  are	  capable	  of	  about	  30bps	  maximum	  (or	  33.3ms	  per	  shot),	  these	  delays	  bring	  the	  maximum	  rate	  of	  fire	  down	  to	  (1ball	  /	  (33.3ms	  +	  18ms))	  =	  19.49bps,	  which	  is	  still	  faster	  than	  tournament	  regulations	  allow.	  Even	  if	  the	  player	  has	  to	  use	  double	  the	  default	  values	  and	  suffer	  36ms	  of	  delay,	  the	  maximum	  rate	  of	  fire	  is	  still	  14.43bps,	  a	  respectable	  speed	  for	  tournament	  play.	  In	  addition,	  since	  the	  board	  support	  shot	  queuing,	  the	  delays	  do	  not	  affect	  the	  player’s	  rate	  of	  fire	  except	  imposing	  a	  maximum	  limit.	  The	  player	  need	  not	  wait	  for	  the	  shot	  to	  be	  finished	  before	  pulling	  the	  trigger	  again	  to	  ensure	  the	  best	  performance;	  as	  long	  as	  the	  player	  can	  pull	  the	  trigger	  at	  or	  above	  the	  maximum	  fire	  rate,	  the	  board	  will	  queue	  the	  shots	  and	  fire	  again	  immediately	  upon	  the	  end	  of	  the	  delays.	  	  Figure	  14	  shows	  a	  voltage	  reading	  of	  an	  actual	  trigger	  pull	  from	  a	  paintball	  marker.	  This	  marker	  was	  disassembled,	  and	  the	  reading	  is	  from	  the	  raw	  trigger,	  with	  no	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debouncing.	  It	  is	  clear	  that	  the	  analog	  switch	  makes	  several	  short	  connections	  before	  settling.	  These	  “bounces”	  from	  0V	  to	  5V	  and	  back	  can	  cause	  the	  microcontroller	  to	  register	  several	  trigger	  pulls	  instead	  of	  just	  one.	  The	  object	  of	  debouncing	  is	  to	  eliminate	  the	  recognition	  of	  these	  bounces.	  For	  example,	  the	  initial	  debounce	  simply	  delays	  recognition	  of	  any	  trigger	  activity	  for	  a	  certain	  amount	  of	  time	  after	  receiving	  the	  first	  connection,	  waiting	  until	  the	  signal	  has	  settled	  before	  checking	  the	  trigger	  state	  again.	  The	  user	  will	  want	  to	  change	  this	  delay	  to	  best	  fit	  the	  amount	  of	  bounce	  his	  trigger	  and	  play	  style	  tend	  to	  produce.	  	  
	  
Figure	  14:	  Trigger	  Bounce	  Oscilloscope	  Reading	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Implementing	  the	  debouncing	  delays	  was	  fairly	  easy.	  During	  this	  time,	  the	  board	  would	  not	  need	  to	  be	  doing	  any	  processing,	  so	  the	  logical	  choice	  was	  to	  use	  the	  delay	  functions	  in	  the	  PIC18F2550	  C	  library.	  These	  functions	  basically	  wrap	  NOP	  assembly	  instructions	  to	  delay	  for	  the	  number	  of	  clock	  cycles	  you	  pass	  into	  them.	  Each	  function	  accepts	  0-­‐255	  (one	  char)	  as	  input,	  and	  multiplies	  that	  by	  some	  number.	  For	  example,	  Delay100TCYx()	  delays	  for	  100	  times	  the	  number	  of	  clock	  cycles	  you	  input.	  Delay10KTCYx()	  delays	  for	  10,000	  times	  your	  input.	  Since	  the	  PIC18F2550	  uses	  an	  8MHz	  internal	  clock,	  it	  is	  a	  matter	  of	  fairly	  simple	  math	  to	  determine	  the	  number	  of	  cycles	  necessary	  to	  produce	  a	  delay	  of	  a	  certain	  real-­‐time	  length.	  For	  example,	  to	  get	  a	  5ms	  delay,	  the	  microprocessor	  would	  need	  to	  wait	  40,000	  clock	  cycles.	  To	  achieve	  this	  delay,	  the	  code	  called	  “Delay1KTCYx(40)”.	  	  
6.3	  Eye	  Logic	  	  The	  board	  also	  needs	  to	  alter	  its	  actions	  depending	  on	  the	  status	  of	  the	  eyes.	  All	  of	  the	  dependencies	  and	  actions	  based	  on	  the	  eyes	  are	  collectively	  known	  as	  the	  eye	  logic.	  The	  eyes	  are	  an	  infrared	  sensor-­‐emitter	  pair	  that	  “looks”	  across	  the	  breech	  of	  the	  marker,	  the	  place	  where	  the	  queued	  paintball	  rests	  before	  being	  shot.	  During	  normal	  eye	  operation,	  the	  eyes	  must	  be	  blocked	  for	  a	  certain	  amount	  of	  time	  before	  the	  marker	  will	  fire	  a	  shot.	  This	  amount	  of	  time	  is	  known	  as	  the	  BIP	  (Ball-­‐in-­‐place)	  delay,	  and	  it	  is	  editable	  by	  the	  user	  from	  between	  0.5ms	  and	  10ms.	  This	  delay	  is	  used	  to	  ensure	  that	  the	  paintball	  is	  settled	  in	  the	  breech	  before	  it	  is	  fired.	  Without	  this	  delay,	  the	  marker	  could	  fire	  before	  the	  paintball	  is	  fully	  in	  the	  breech,	  causing	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the	  bolt	  to	  “chop”	  the	  paintball	  inside	  the	  breech.	  This	  causes	  paint	  to	  splatter	  inside	  the	  breech,	  greatly	  reducing	  the	  function	  of	  the	  marker	  or	  rendering	  it	  inoperable.	  	  The	  board	  also	  supports	  “delay”	  and	  “force”	  eye	  modes.	  When	  in	  “delay”	  mode,	  the	  marker	  will	  fire	  a	  shot	  0.5	  seconds	  after	  the	  trigger	  is	  pulled,	  regardless	  of	  the	  eye	  status.	  When	  in	  “force”	  mode,	  the	  marker	  will	  only	  fire	  if	  the	  trigger	  is	  pressed	  and	  held	  for	  0.5	  seconds,	  in	  which	  case	  it	  will	  fire	  regardless	  of	  the	  eye	  status.	  These	  modes	  are	  used	  when	  the	  eyes	  are	  nonfunctional,	  such	  as	  for	  testing	  markers	  without	  eyes,	  or	  to	  leave	  a	  player	  with	  at	  least	  some	  defense	  in	  the	  case	  of	  an	  eye	  malfunction	  during	  gameplay.	  	  The	  importance	  and	  nature	  of	  the	  eye	  logic	  made	  it	  a	  clear	  choice	  to	  use	  one	  of	  the	  PIC18F2550’s	  three	  pins	  that	  support	  interrupts	  to	  connect	  the	  eyes.	  This	  way	  when	  the	  state	  of	  the	  eyes	  changed,	  it	  could	  immediately	  be	  handled	  in	  an	  interrupt	  service	  function	  that	  is	  automatically	  called.	  	  
6.4	  Dwell	  	  The	  “dwell”	  is	  the	  length	  of	  time	  that	  the	  solenoid	  is	  active	  for,	  thus	  it	  is	  also	  the	  length	  of	  time	  that	  the	  marker	  supplies	  pressurized	  air	  to	  the	  bolt.	  This	  is	  an	  important	  user-­‐adjustable	  delay	  not	  only	  for	  users	  to	  fine-­‐tune	  the	  performance	  of	  individual	  markers,	  but	  because	  the	  physical	  properties	  and	  efficiency	  of	  markers	  can	  change	  significantly	  depending	  on	  the	  temperature,	  humidity,	  and	  other	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environmental	  factors.	  The	  longer	  the	  dwell,	  the	  more	  power	  will	  be	  transferred	  to	  the	  paintball.	  This	  marker	  offers	  a	  range	  of	  dwell	  times	  from	  2ms	  to	  30ms,	  which	  covers	  what	  any	  marker	  should	  need	  for	  optimal	  performance.	  	  
6.5	  Display	  	  Top-­‐end	  marker	  boards	  today	  usually	  include	  a	  small	  screen	  display,	  most	  often	  an	  LCD	  or,	  in	  newer	  boards,	  an	  OLED	  display.	  Since	  this	  project	  intended	  to	  create	  a	  board	  comparable	  to	  or	  better	  than	  these	  top-­‐end	  boards,	  a	  display	  of	  this	  type	  was	  in	  the	  original	  design.	  This	  display	  would	  provide	  the	  sole	  feedback	  of	  the	  user	  interface,	  and	  as	  such	  would	  display	  all	  the	  information	  that	  the	  user	  needs	  to	  know	  from	  the	  board.	  In	  order	  to	  implement	  this	  display,	  the	  PIC18F2550	  would	  need	  to	  be	  programmed	  to	  communicate	  with	  the	  display	  via	  its	  serial	  communication	  lines.	  	  
6.6	  Settings	  	  All	  of	  the	  settings	  are	  stored	  in	  the	  PIC18F2550’s	  Electrically	  Erasable	  Programmable	  Read-­‐Only	  Memory	  (EEPROM),	  and	  each	  occupies	  one	  bye	  of	  memory	  except	  the	  shot	  counter,	  which	  uses	  three	  bytes.	  The	  maximum	  rate	  of	  fire	  and	  game	  timer	  values	  are	  stored	  in	  two	  settings;	  this	  is	  in	  part	  because	  they	  require	  more	  than	  one	  byte	  to	  store	  at	  the	  desired	  precision,	  but	  also	  to	  make	  them	  easier	  for	  the	  user	  to	  adjust.	  Since	  markers’	  input	  is	  almost	  always	  restricted	  to	  a	  few	  buttons,	  the	  settings	  can	  only	  be	  incremented,	  and	  they	  roll	  over	  to	  the	  minimum	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value	  after	  reaching	  the	  maximum	  value.	  For	  the	  maximum	  rate	  of	  fire,	  this	  would	  mean	  pressing	  the	  increment	  button	  259	  times	  to	  cycle	  through	  every	  value	  if	  it	  were	  all	  in	  one	  setting.	  	  	  	  Some	  of	  the	  settings	  this	  board	  would	  need	  to	  make	  available,	  such	  as	  debouncing	  delays	  and	  eye	  modes,	  have	  already	  been	  discussed.	  There	  are	  several	  other	  adjustable	  features	  that	  were	  included	  in	  the	  design;	  a	  full	  list	  of	  these	  features	  follows.	  	  
6.6.1	  General	  Settings	  	  
Maximum	  fire	  rate:	  This	  allows	  the	  user	  to	  control	  the	  maximum	  rate	  at	  which	  the	  marker	  will	  fire	  paintballs.	  Even	  if	  the	  trigger	  is	  pulled	  faster	  than	  this	  rate,	  the	  board	  should	  not	  fire	  the	  marker	  any	  faster	  than	  this	  rate.	  This	  was	  designed	  to	  range	  from	  5	  bps	  to	  30	  bps,	  with	  an	  option	  for	  unlimited	  rate	  of	  fire	  that	  will	  simply	  fire	  as	  fast	  as	  the	  marker	  is	  capable	  of	  firing.	  The	  decision	  was	  made	  to	  range	  from	  5	  to	  30	  based	  on	  usefulness:	  most	  markers	  cannot	  fire	  beyond	  30bps	  anyway,	  so	  no	  precision	  is	  required	  there,	  and	  firing	  less	  than	  5	  bps	  is	  not	  required	  by	  any	  league	  (in	  addition	  to	  simply	  not	  being	  practical).	  This	  setting	  should	  be	  adjustable	  in	  0.1	  bps	  increments,	  since	  many	  leagues	  require	  such	  precision	  (a	  common	  maximum	  fire	  rate	  is	  15.4	  bps).	  	  
	   43	  
Game	  timer:	  During	  gameplay,	  many	  players	  find	  it	  useful	  to	  have	  a	  timer	  on	  their	  marker	  so	  that	  they	  are	  constantly	  aware	  of	  the	  remaining	  time	  in	  the	  round.	  This	  timer	  needs	  to	  be	  adjustable	  because	  many	  leagues	  have	  differing	  time	  controls	  for	  their	  matches.	  The	  range	  for	  this	  setting	  is	  1	  to	  20	  minutes,	  with	  10-­‐second	  increments.	  This	  range	  covers	  all	  of	  the	  common	  time	  controls	  for	  paintball	  rounds.	  	  
Custom	  ramping	  start:	  As	  described	  above,	  custom	  ramping	  requires	  three	  shots	  within	  a	  certain	  time	  interval	  to	  be	  activated.	  This	  time	  interval	  is	  adjustable	  in	  the	  form	  of	  the	  bps	  (how	  fast)	  the	  player	  must	  fire	  those	  three	  shots	  at.	  This	  ranges	  from	  3	  bps	  (requiring	  three	  shots	  within	  one	  second)	  to	  15	  bps	  (requiring	  three	  shots	  within	  one	  fifth	  of	  a	  second).	  This	  was	  designed	  this	  way	  because	  it	  is	  the	  standard	  for	  how	  this	  type	  of	  ramping	  is	  implemented.	  Players	  will	  be	  used	  to	  it,	  and	  there	  was	  no	  discernable	  advantage	  to	  changing	  this	  design.	  The	  method	  of	  implementing	  this	  measurement	  is	  explained	  in	  section	  7.4.	  	  
Custom	  ramping	  percent:	  This	  is	  fairly	  straightforward,	  it	  is	  the	  percent	  bps	  that	  the	  custom	  ramping	  will	  add	  to	  the	  marker’s	  fire	  rate	  once	  custom	  ramping	  is	  activated.	  The	  range	  of	  this	  was	  designed	  to	  be	  very	  flexible,	  starting	  at	  10%	  and	  increasing	  in	  10%	  intervals	  to	  500%.	  This	  range	  was	  chosen	  because	  any	  less	  than	  10%	  would	  barely	  be	  adding	  any	  shots,	  and	  at	  500%	  the	  marker	  will	  be	  shooting	  a	  total	  of	  six	  times	  the	  rate	  the	  user	  is	  pulling	  at.	  Since	  the	  physical	  speed	  of	  markers	  caps	  at	  around	  30bps	  and	  it	  is	  easy	  for	  a	  human	  to	  fire	  10bps	  or	  more	  (giving	  a	  total	  of	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60bps	  at	  capped	  custom	  ramping),	  there	  is	  no	  use	  in	  a	  higher	  ramping	  since	  the	  marker	  will	  simply	  not	  fire	  any	  faster.	  	  
Initial	  debounce:	  This	  setting	  allows	  the	  adjustment	  of	  the	  initial	  (trigger	  pull)	  debounce	  delay.	  This	  delay	  is	  normally	  very	  small	  (about	  5ms	  is	  standard),	  so	  the	  design	  of	  this	  board	  was	  to	  allow	  maximum	  flexibility	  with	  a	  0.1ms	  to	  25ms	  range	  with	  0.1ms	  increments.	  This	  range	  covers	  well	  beyond	  the	  spectrum	  that	  a	  paintball	  player	  would	  use	  frequently.	  	  
Anti-­mechanical	  debounce:	  This	  setting	  is	  essentially	  the	  same	  as	  the	  initial	  debounce,	  except	  the	  delay	  is	  activated	  immediately	  after	  the	  dwell	  is	  opened,	  thus	  preventing	  any	  trigger	  bounce	  caused	  by	  the	  physical	  jarring	  of	  the	  marker	  by	  the	  bolt.	  The	  range	  for	  this	  is	  0.1ms	  to	  25ms	  in	  0.1ms	  intervals,	  for	  the	  same	  reasons	  as	  the	  initial	  debounce.	  	  
Dwell:	  This	  setting	  allows	  the	  user	  to	  adjust	  how	  long	  the	  dwell	  stays	  open,	  and	  thus	  how	  much	  pressurized	  gas	  is	  released	  to	  drive	  the	  bolt.	  This	  is	  adjustable	  for	  the	  reasons	  described	  previously	  in	  the	  dwell	  portion	  of	  this	  section,	  and	  was	  designed	  to	  range	  from	  2ms	  to	  30ms,	  once	  again	  covering	  beyond	  the	  scope	  of	  what	  a	  paintball	  player	  would	  ordinarily	  use.	  	  
Ball-­In-­Place	  (BIP)	  delay:	  This	  delay	  is	  activated	  after	  the	  eyes	  are	  blocked	  (which	  signals	  a	  ball	  in	  the	  chamber)	  and	  allows	  time	  for	  the	  ball	  to	  settle	  before	  it	  is	  fired.	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This	  is	  described	  in	  more	  detail	  previously	  in	  this	  section	  in	  the	  “Eye	  Logic”	  portion.	  The	  range	  for	  this	  delay	  is	  0.5ms	  to	  10ms	  with	  0.1ms	  intervals,	  covering	  the	  range	  that	  a	  paintball	  player	  would	  reasonably	  want	  to	  use.	  	  
Eye	  mode:	  This	  setting	  allows	  the	  user	  to	  change	  the	  eye	  mode.	  The	  modes	  are	  regular,	  forced,	  and	  delayed,	  and	  are	  described	  in	  detail	  under	  “Eye	  Logic”	  previously	  in	  this	  section.	  	  
PSPM	  reset:	  This	  setting	  adjusts	  the	  amount	  of	  time	  that	  is	  required	  to	  pass	  without	  a	  shot	  before	  PSP	  or	  Millennium	  ramping	  is	  turned	  off.	  This	  ranges	  from	  0.5	  seconds	  to	  3	  seconds,	  with	  0.1-­‐second	  intervals.	  	  
Auto-­off:	  This	  is	  the	  amount	  of	  time	  required	  to	  pass	  without	  any	  activity	  (trigger	  pulls	  or	  button	  presses)	  before	  the	  board	  will	  automatically	  power	  down.	  This	  is	  used	  to	  conserve	  battery	  life,	  and	  ranges	  from	  1	  minute	  to	  60	  minutes.	  This	  range	  was	  chosen	  because	  it	  covers	  the	  spectrum	  of	  time	  that	  a	  user	  would	  reasonably	  use.	  Anything	  less	  than	  a	  minute	  will	  not	  save	  much	  battery,	  and	  if	  a	  player	  hasn’t	  used	  the	  marker	  at	  all	  in	  an	  hour,	  it	  seems	  unlikely	  that	  they	  are	  expecting	  to	  use	  it	  soon.	  	  
6.6.2	  Fire	  Modes	  	  These	  are	  different	  ways	  in	  which	  the	  board	  will	  handle	  input	  and	  determine	  when	  to	  fire	  the	  marker.	  The	  rules	  on	  how	  the	  marker	  can	  fire	  vary	  in	  different	  leagues,	  so	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several	  types	  of	  firing	  mode	  should	  be	  supported.	  Here	  is	  a	  full	  list	  of	  the	  modes	  in	  the	  design	  of	  this	  board:	  	  
Semi-­auto	  Unlimited:	  This	  mode	  fires	  once	  per	  trigger	  pull	  and	  does	  not	  limit	  the	  maximum	  rate	  of	  fire.	  The	  rate	  of	  fire	  will	  be	  bound	  by	  the	  user’s	  trigger	  pull	  rate	  or	  the	  rate	  the	  hardware	  is	  capable	  of	  delivering.	  	  
Semi-­auto	  Adjustable:	  This	  mode	  fires	  once	  per	  trigger	  pull,	  with	  a	  user-­‐adjustable	  maximum	  rate	  of	  fire.	  This	  will	  limit	  the	  fire	  rate	  to	  the	  selected	  rate,	  even	  if	  the	  user	  pulls	  the	  trigger	  at	  a	  higher	  rate.	  This	  is	  useful	  in	  tournaments	  where	  there	  are	  rules	  limiting	  the	  rate	  of	  fire.	  	  
PSP	  Ramping:	  The	  name	  of	  this	  mode	  comes	  from	  Paintball	  Sports	  Promotions,	  a	  prominent	  league	  in	  paintball	  competition.	  In	  this	  mode,	  once	  the	  user	  fires	  three	  shots	  within	  a	  one	  second	  time	  interval,	  the	  marker	  will	  fire	  at	  a	  set	  rate	  of	  fire	  until	  there	  are	  no	  trigger	  pulls	  for	  one	  full	  second.	  This	  rate	  is	  adjustable	  by	  the	  user.	  	  
PSP	  Burst:	  In	  this	  mode,	  once	  the	  user	  fires	  three	  shots	  within	  a	  one	  second	  time	  interval,	  the	  marker	  will	  fire	  a	  three	  shot	  burst	  on	  every	  trigger	  pull	  until	  there	  are	  no	  trigger	  pulls	  for	  one	  full	  second.	  	  
NXL	  Full-­auto:	  The	  name	  of	  this	  mode	  comes	  from	  the	  National	  X-­‐Ball	  League,	  a	  now-­‐defunct	  league	  that	  used	  to	  represent	  the	  professional	  bracket	  of	  the	  PSP	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league.	  In	  this	  mode,	  once	  the	  user	  fires	  three	  shots	  within	  a	  one	  second	  time	  interval,	  the	  marker	  will	  fire	  at	  the	  hardware’s	  maximum	  rate	  of	  fire	  while	  the	  trigger	  is	  depressed,	  and	  will	  remain	  in	  this	  fully	  automatic	  mode	  until	  there	  is	  a	  one	  second	  time	  interval	  during	  which	  the	  trigger	  is	  not	  depressed.	  	  
Millennium	  Ramping:	  The	  name	  for	  this	  mode	  comes	  from	  the	  Millennium	  league.	  In	  this	  mode,	  once	  the	  user	  fires	  six	  shots	  at	  a	  minimum	  rate	  of	  7.5	  pulls	  per	  second,	  the	  marker	  will	  fire	  at	  a	  set	  rate	  of	  fire	  (adjustable	  by	  user)	  as	  long	  as	  the	  user	  continues	  to	  pull	  the	  trigger	  at	  a	  rate	  equal	  to	  or	  exceeding	  7.5	  pulls	  per	  second.	  	  
Custom	  Ramping:	  This	  mode	  allows	  the	  user	  to	  select	  a	  percentage	  that	  the	  rate	  of	  fire	  will	  be	  “ramped”	  to.	  Once	  the	  user	  fires	  three	  shots	  within	  an	  adjustable	  time	  interval,	  the	  subsequent	  fire	  rate	  will	  be	  determined	  by	  multiplying	  the	  rate	  that	  the	  user	  is	  pulling	  the	  trigger	  by	  the	  ramping	  percent	  plus	  100%.	  For	  example,	  if	  the	  ramping	  percent	  is	  set	  to	  50%,	  the	  ramped	  fire	  rate	  will	  be	  150%	  of	  the	  users	  pull	  rate.	  	  
Auto	  Response:	  This	  mode	  fires	  once	  when	  the	  trigger	  is	  depressed,	  and	  once	  when	  the	  trigger	  is	  released.	  	  
Burst:	  This	  mode	  fires	  a	  three-­‐round	  burst,	  at	  the	  current	  maximum	  rate	  of	  fire,	  on	  each	  trigger	  pull.	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Full	  Auto:	  This	  mode	  fires	  continuously	  while	  the	  trigger	  is	  depressed.	  The	  rate	  of	  fire	  used	  is	  the	  maximum	  rate	  of	  fire	  as	  set	  by	  the	  user.	  	  These	  firing	  modes	  represent	  all	  of	  the	  modes	  a	  paintball	  player	  would	  expect	  to	  find	  for	  both	  recreational	  and	  competitive	  play	  on	  a	  high-­‐end	  marker	  control	  board.	  It	  made	  the	  most	  sense	  to	  store	  all	  of	  these	  settings	  in	  the	  PIC18F2550’s	  EEPROM,	  which	  is	  non-­‐volatile	  and	  can	  be	  modified	  internally	  without	  the	  use	  of	  a	  programmer.	  	  
6.7	  Profiles	  	  A	  feature	  of	  some	  new	  boards	  is	  the	  option	  for	  players	  to	  store	  the	  values	  of	  all	  the	  board’s	  settings	  in	  groups	  of	  values	  known	  as	  profiles.	  This	  way	  a	  player	  can	  configure	  the	  board	  for	  a	  common	  activity	  (e.g.	  conforming	  to	  the	  rules	  of	  a	  league	  they	  play	  in)	  and	  then	  save	  these	  settings	  as	  a	  group	  (profile).	  Then	  the	  player	  can	  load	  a	  new	  profile	  and	  change	  the	  settings	  as	  they	  please,	  and	  whenever	  they	  are	  playing	  in	  that	  league	  they	  can	  load	  the	  previously	  saved	  profile,	  thus	  saving	  the	  work	  of	  changing	  all	  the	  settings	  every	  time	  they	  play	  in	  different	  tournaments	  or	  recreationally.	  This	  board	  was	  designed	  to	  offer	  five	  profiles	  to	  the	  user,	  which	  was	  more	  than	  any	  other	  board	  at	  the	  time	  of	  design.	  These	  profiles	  would	  be	  stored	  as	  five	  consecutive	  sets	  of	  settings	  in	  the	  PIC18F2550’s	  PROM.	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6.8	  RF	  	  Finally,	  this	  is	  the	  component	  that	  no	  board	  has	  been	  equipped	  with	  before.	  Once	  the	  proper	  hardware	  is	  selected	  and	  designed,	  all	  that	  is	  required	  of	  the	  software	  is	  for	  the	  PIC18F2550	  to	  be	  able	  to	  send	  data	  to	  the	  RF	  module,	  and	  to	  write	  a	  PC	  program	  that	  can	  send	  and	  receive	  data	  to	  and	  from	  an	  RF	  module.	  The	  reason	  the	  PC	  needs	  to	  be	  able	  to	  send	  data	  to	  the	  RF	  module	  is	  not	  in	  order	  to	  send	  data	  to	  the	  PIC18F2550,	  but	  in	  order	  to	  configure	  the	  module	  via	  configuration	  messages.	  This	  PC	  program	  should	  also	  have	  a	  fairly	  simple	  and	  easy-­‐to-­‐use	  graphical	  user	  interface	  (GUI)	  so	  that	  the	  intended	  users	  (paintball	  league	  referees)	  can	  easily	  obtain	  and	  read	  the	  settings.	  	  
6.9	  Use	  Cases	  	  In	  designing	  the	  software	  for	  this	  board,	  several	  use	  cases	  were	  identified	  in	  order	  to	  combine	  the	  desired	  functionality	  components	  of	  the	  board	  (as	  described	  above)	  into	  usable	  functionality	  for	  the	  end-­‐user.	  	  Use	  Case:	  Fire	  Marker	  Actor:	  Player	  Description:	  The	  Player	  wants	  to	  fire	  the	  marker	  upon	  a	  trigger	  pull.	  How	  this	  is	  handled	  depends	  on	  the	  fire	  mode,	  rate,	  and	  eye	  status.	  Goal:	  To	  fire	  a	  paintball	  from	  the	  marker.	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Triggers:	  The	  Player	  pulls	  the	  marker’s	  trigger.	  Flow	  of	  Events:	  1. The	  Player	  pulls	  the	  trigger.	  2. If	  the	  marker	  is	  in	  normal	  mode,	  the	  eye	  status	  is	  checked.	  3. If	  the	  eyes	  have	  been	  blocked	  for	  the	  duration	  of	  the	  eye	  delay,	  the	  marker	  is	  fired	  (in	  accordance	  with	  fire	  mode	  and	  rate	  settings).	  4. If	  the	  marker	  is	  in	  full-­‐auto	  mode,	  it	  continues	  to	  fire	  until	  the	  trigger	  is	  released.	  Alternate	  Flow	  of	  Events:	  	   A:	  Marker	  in	  forced	  mode	  3.	  If	  the	  eye	  status	  is	  unblocked,	  but	  the	  trigger	  is	  held	  for	  0.5	  seconds,	  the	  marker	  will	  fire	  one	  shot.	  	   B:	  Marker	  in	  delay	  mode	  3.	  If	  the	  eye	  status	  is	  unblocked,	  the	  marker	  fires	  one	  shot	  0.5	  seconds	  later.	  	   C:	  Marker	  in	  Auto-­‐response	  mode	  	   	   4.	  The	  marker	  will	  fire	  an	  additional	  shot	  upon	  release	  of	  the	  trigger.	  	  Use	  Case:	  Enter	  Menu	  Mode	  Actor:	  Player	  Description:	  The	  Player	  wants	  to	  enter	  Menu	  Mode,	  which	  enables	  him	  to	  change	  settings	  and	  select	  a	  Profile.	  Preconditions:	  The	  marker	  is	  powered	  down.	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Flow	  of	  Events:	  1. The	  Player	  enters	  the	  Menu	  Mode	  by	  turning	  the	  marker	  on	  while	  pressing	  and	  holding	  the	  trigger.	  	  Use	  Case:	  Change	  Settings	  Actor:	  Player	  Description:	  The	  Player	  wants	  to	  change	  the	  settings	  of	  the	  marker.	  Goal:	  To	  alter	  a	  setting	  from	  one	  option	  to	  another.	  Preconditions:	  The	  marker	  is	  in	  Menu	  Mode.	  Flow	  of	  Events:	  1.	  	  The	  Player	  cycles	  through	  the	  settings	  by	  pulling	  the	  trigger.	  2. Once	  the	  Player	  has	  chosen	  a	  setting	  to	  change,	  he	  selects	  that	  setting	  by	  pressing	  the	  power	  button.	  3. The	  Player	  now	  increments	  the	  setting	  (or	  cycles	  through	  if	  it	  is	  a	  qualitative	  selection)	  by	  pulling	  the	  trigger.	  4. Once	  the	  Player	  has	  selected	  the	  desired	  option,	  he	  presses	  the	  power	  button	  to	  save	  that	  setting	  and	  re-­‐enter	  the	  settings	  select	  cycle.	  5. To	  exit	  the	  Menu	  Mode,	  the	  Player	  powers	  the	  marker	  down.	  	  Use	  Case:	  Toggle	  Tournament	  Lock	  Mode	  Actor:	  Player	  Description:	  The	  Player	  wants	  to	  enter	  or	  exit	  Tournament	  Lock	  Mode.	  Tournament	  Lock	  Mode	  disables	  the	  changing	  of	  settings.	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Trigger:	  The	  Player	  toggles	  the	  Tournament	  Lock	  DIP	  switch	  located	  on	  the	  control	  board.	  Flow	  of	  Events:	  	   1.	  The	  Tournament	  Lock	  Mode	  setting	  is	  toggled.	  	  Use	  Case:	  Save	  Settings	  in	  a	  Profile	  Actor:	  Player	  Description:	  The	  Player	  wants	  to	  store	  a	  set	  of	  all	  settings	  into	  a	  Profile.	  In	  the	  future,	  selecting	  this	  Profile	  will	  change	  all	  of	  the	  current	  board	  settings	  to	  those	  stored	  in	  the	  Profile.	  Flow	  of	  Events:	  1. The	  Player	  enters	  Menu	  Mode.	  2. Any	  settings	  that	  are	  changed	  are	  automatically	  stored	  to	  the	  current	  profile.	  	  Use	  Case:	  Load	  Settings	  from	  Profile	  Actor:	  Player	  Description:	  The	  Player	  wants	  to	  load	  a	  Profile	  from	  memory,	  changing	  all	  of	  the	  marker’s	  settings	  to	  those	  stored	  in	  the	  Profile.	  Preconditions:	  The	  marker	  is	  in	  Menu	  Mode.	  Flow	  of	  Events:	  1. The	  Player	  cycles	  through	  the	  menu	  by	  pulling	  the	  trigger.	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2. Once	  the	  Player	  has	  selected	  a	  Profile	  to	  load,	  he	  presses	  the	  power	  button.	  3. The	  Profile	  is	  then	  loaded.	  	  Use	  Case:	  Verify	  Settings	  with	  Referee	  Actors:	  Player,	  Referee	  Description:	  The	  player	  wants	  to	  verify	  his	  settings	  with	  a	  Referee	  so	  that	  the	  Referee	  knows	  the	  Player	  is	  in	  compliance	  with	  the	  rules.	  Precondition:	  The	  marker	  is	  in	  Tournament	  Lock	  Mode	  and	  powered	  on.	  Flow	  of	  Events:	  1. The	  Player	  presses	  the	  power	  button	  while	  pressing	  and	  holding	  the	  trigger.	  2. The	  microcontroller	  transmits	  all	  of	  its	  settings	  on	  a	  predetermined	  RF	  channel.	  3. The	  computer	  receives	  the	  transmissions	  and	  displays	  the	  settings.	  4. The	  Referee	  determines	  if	  the	  Player	  is	  in	  compliance	  or	  not.	  	  Use	  Case:	  Turn	  the	  Marker	  On	  and	  Off	  Actor:	  Player	  Flow	  of	  Events:	  1. The	  Player	  presses	  and	  holds	  the	  power	  button.	  2. The	  power	  state	  of	  the	  marker	  is	  toggled.	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Use	  Case:	  Design	  Tests	  for	  Player	  Setting	  Compliance	  Actor:	  Referee	  Description:	  The	  Referee	  wants	  to	  design	  and	  implement	  tests	  for	  Player	  compliance.	  The	  computer	  program	  can	  automatically	  run	  these	  tests	  once	  it	  receives	  setting	  information	  and	  tell	  the	  Referee	  if	  the	  Player	  is	  in	  compliance	  or	  not.	  Flow	  of	  Events:	  1. The	  Referee	  opens	  the	  PC	  program	  and	  selects	  “New	  Test”	  2. The	  Referee	  selects	  the	  ranges	  of	  settings	  that	  will	  pass	  the	  test.	  3. The	  Referee	  selects	  “Save	  Test”	  and	  enters	  a	  name	  for	  the	  test.	  4. The	  test	  is	  saved	  for	  future	  use.	  	  Use	  Case:	  Apply	  Test	  Actor:	  Referee	  Description:	  The	  Referee	  wants	  to	  apply	  a	  test,	  so	  that	  when	  the	  PC	  receives	  information	  from	  a	  marker,	  it	  automatically	  determines	  whether	  it	  is	  compliant	  or	  not.	  Preconditions:	  Test	  has	  been	  designed	  and	  saved.	  Trigger:	  Receive	  setting	  information	  from	  a	  marker.	  Flow	  of	  Events:	  1. The	  Referee	  opens	  the	  PC	  program	  and	  selects	  “Apply	  Test”.	  2. The	  test	  will	  now	  be	  applied	  to	  all	  incoming	  marker	  transmissions.	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3. If	  the	  marker’s	  transmissions	  indicate	  that	  it	  complies	  with	  the	  test,	  the	  program	  will	  display	  “Passed”,	  otherwise	  it	  will	  display	  “Failed”.	  	  Not	  all	  of	  these	  were	  implemented	  in	  the	  prototype.	  There	  is	  no	  DIP	  switch	  to	  toggle	  tournament	  lock	  mode	  on	  the	  prototype	  PCB,	  instead	  a	  button	  is	  held	  during	  power-­‐on	  to	  activate	  it.	  The	  final	  design	  should	  include	  a	  DIP	  switch,	  as	  it	  is	  industry	  standard.	  Also,	  neither	  of	  the	  use	  cases	  involving	  automated	  testing	  in	  the	  PC	  program	  was	  implemented	  due	  to	  the	  length	  of	  time	  it	  took	  to	  program	  the	  PC	  and	  PIC18F2550	  to	  communicate	  with	  each	  other.	  However,	  some	  work	  has	  been	  done	  on	  these	  since,	  and	  they	  will	  definitely	  be	  in	  the	  final	  design.	  	  
6.10	  Fire	  Routine	  	  In	  order	  to	  implement	  the	  various	  fire	  modes,	  debouncing,	  and	  maximum	  fire	  rate,	  it	  made	  the	  most	  sense	  to	  create	  a	  method	  that	  would	  be	  called	  when	  the	  marker	  should	  be	  fired.	  This	  method	  is	  known	  as	  the	  fire	  routine.	  Another	  reason	  for	  a	  fire	  routine	  is	  that,	  due	  to	  the	  nature	  of	  a	  limiting	  maximum	  fire	  rate,	  the	  board	  would	  also	  need	  to	  support	  queued	  shots.	  For	  example,	  if	  the	  user	  has	  a	  maximum	  fire	  rate	  of	  10	  bps	  selected	  and	  pulls	  the	  trigger	  twice	  in	  under	  a	  tenth	  of	  a	  second,	  the	  board	  should	  not	  fire	  immediately	  upon	  the	  second	  pull,	  since	  that	  would	  be	  firing	  faster	  than	  10bps.	  For	  this	  reason,	  paintball	  leagues	  allow	  the	  queuing	  of	  one	  shot;	  in	  this	  example	  the	  second	  shot	  would	  be	  queued	  and	  the	  board	  would	  fire	  the	  marker	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once	  0.1	  seconds	  have	  elapsed	  since	  the	  last	  shot,	  thus	  keeping	  a	  maximum	  fire	  rate	  of	  10	  bps.	  	  The	  nature	  and	  importance	  of	  the	  trigger	  pull	  made	  it	  an	  easy	  design	  decision	  to	  devote	  one	  of	  the	  PIC18F2550’s	  interrupt	  pins	  to	  the	  trigger.	  However,	  since	  the	  board	  will	  need	  to	  queue	  shots,	  having	  the	  fire	  routine	  inside	  the	  interrupt	  function	  did	  not	  seem	  like	  the	  most	  prudent	  decision.	  It	  made	  more	  sense	  to	  create	  the	  fire	  routine	  as	  a	  separate	  method,	  which	  could	  then	  be	  called	  outside	  of	  the	  interrupt	  routine.	  The	  method	  for	  accomplishing	  this	  is	  detailed	  in	  section	  7.8.	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7	  System	  Construction	  (Software)	  
	  The	  meat	  of	  the	  project	  was	  in	  the	  actual	  implementation	  of	  the	  system.	  None	  of	  the	  participants	  in	  the	  project	  had	  experience	  with	  the	  components,	  and	  there	  were	  many	  challenging	  practical	  problems	  and	  incompatibilities	  encountered	  along	  the	  way.	  This	  section	  will	  serve	  as	  a	  log	  and	  description	  of	  how	  the	  software	  part	  of	  the	  system	  was	  implemented.	  	  
7.1	  Overview	  and	  Main	  Function	  	  Since	  the	  PIC18F2550	  has	  minimal	  resources	  compared	  to	  modern	  computing	  systems,	  an	  important	  factor	  in	  the	  design	  was	  keeping	  the	  code	  lightweight	  in	  terms	  of	  memory	  and	  computation.	  Since	  the	  main	  options	  for	  programming	  languages	  were	  assembler	  code	  or	  C,	  the	  latter	  was	  chosen	  for	  its	  powerful	  higher-­‐level	  capabilities.	  Although	  the	  luxury	  of	  an	  object-­‐oriented	  design	  was	  not	  available,	  and	  the	  limited	  resources	  made	  similarly	  oriented	  designs	  difficult,	  good	  programming	  practices	  such	  as	  delegation	  and	  robust	  implementations	  were	  used	  whenever	  possible.	  	  Being	  a	  C	  program,	  the	  life	  of	  the	  program	  must	  begin	  in	  a	  function	  called	  “main()”.	  The	  idea	  for	  this	  function	  was	  to	  organize	  the	  functionality	  of	  the	  board	  at	  a	  higher	  level	  by	  calling	  separate	  functions	  to	  perform	  specific	  tasks.	  Due	  to	  the	  ever-­‐
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changing	  nature	  of	  the	  marker’s	  state	  and	  the	  limited	  timer	  and	  interrupt	  resources,	  this	  function	  includes	  a	  loop	  that	  runs	  whenever	  the	  marker	  is	  powered	  on,	  checking	  the	  physical	  and	  programmatical	  state	  of	  the	  system	  and	  performing	  and	  delegating	  tasks	  as	  required.	  This	  loop	  was	  implemented	  during	  the	  major	  refactoring	  of	  the	  code,	  which	  is	  covered	  in	  section	  7.8.	  	  
7.2	  Fire	  Routine	  	  One	  of	  the	  most	  vital	  components	  of	  the	  system	  is	  the	  PIC18F2550’s	  interrupt	  functionality.	  It	  seemed	  clear	  that	  the	  trigger	  would	  need	  an	  interrupt	  of	  its	  own,	  and	  so	  one	  of	  the	  first	  tests	  performed	  was	  to	  write	  a	  program	  that	  would	  execute	  an	  interrupt	  function	  when	  a	  button	  was	  pressed.	  When	  an	  interrupt	  is	  activated,	  the	  PIC18F2550	  runs	  code	  from	  a	  special	  point	  in	  memory,	  so	  the	  first	  step	  was	  to	  use	  inline	  assembler	  code	  to	  run	  a	  function	  from	  regular	  program	  memory,	  which	  was	  named	  “interrupth()”	  for	  the	  high	  interrupt	  and	  “interruptl()”	  for	  the	  low	  interrupt.	  Since	  the	  PIC18F2550	  only	  calls	  one	  interrupt	  function	  when	  any	  high-­‐priority	  interrupt	  was	  activated,	  the	  method	  used	  to	  determine	  which	  interrupt	  had	  been	  activated	  was	  to	  have	  an	  “if…else”	  statement	  inside	  the	  interrupth()	  function	  checking	  if	  each	  interrupt	  flag	  had	  been	  set.	  Since	  there	  are	  only	  three	  interrupts	  (and	  potentially	  four	  timers	  with	  interrupts,	  although	  all	  four	  were	  not	  necessary),	  this	  “if”	  statement	  was	  a	  reasonable	  and	  standard	  way	  to	  handle	  this	  check.	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Once	  the	  interrupt	  function	  was	  successfully	  configured,	  the	  next	  step	  was	  to	  add	  a	  debouncing	  delay.	  It	  made	  sense	  to	  put	  this	  delay	  inside	  of	  the	  interrupt	  function,	  as	  the	  delay	  needs	  to	  happen	  immediately	  after	  the	  trigger	  is	  pulled.	  The	  PIC18F2550	  does	  not	  automatically	  clear	  the	  interrupt	  flag,	  it	  must	  be	  cleared	  manually,	  so	  having	  the	  delay	  before	  clearing	  the	  flag	  would	  make	  it	  impossible	  for	  multiple	  trigger	  pulls	  to	  be	  recognized	  before	  the	  delay	  is	  through.	  For	  the	  delay,	  the	  PIC18F2550	  C	  library	  has	  a	  Nop()	  function,	  which	  is	  a	  C	  wrapper	  for	  the	  assembly	  NOP	  (no	  operation).	  The	  library	  also	  offers	  functions	  labeled	  “DelayxTCYx()”,	  which	  essentially	  wrap	  the	  Nop()	  function	  to	  occupy	  the	  clock	  for	  x	  number	  of	  clock	  cycles,	  multiplied	  by	  the	  number	  passed	  to	  the	  argument	  (0	  to	  255).	  For	  example,	  the	  Delay10KTCYx()	  function	  would	  delay	  the	  clock	  for	  50,000	  cycles	  if	  passed	  the	  value	  5.	  The	  available	  functions	  range	  from	  Delay10TCYx()	  to	  Delay10KTCYx().	  In	  order	  to	  delay	  for	  a	  certain	  amount	  of	  time,	  the	  clock	  speed	  of	  the	  PIC18F2550	  must	  be	  known.	  Using	  the	  clock	  speed	  of	  8MHz	  (set	  using	  the	  OSCCON	  register),	  it	  was	  possible	  to	  produce	  accurate,	  measurable	  delays	  in	  real-­‐time.	  	  
7.3	  Eye	  Logic	  	  The	  next	  step	  was	  to	  implement	  an	  eye	  logic	  system	  using	  an	  interrupt.	  The	  original	  design	  was	  based	  on	  the	  mechanics	  of	  a	  current	  marker	  control	  board.	  A	  global	  EYE_STATUS	  integer	  variable	  was	  used,	  with	  a	  value	  of	  0	  meaning	  unblocked/not	  ready	  to	  fire	  and	  1	  meaning	  blocked/ready	  to	  fire.	  When	  the	  eyes	  first	  became	  blocked	  and	  when	  the	  marker	  was	  fired,	  the	  PIC18F2550	  was	  to	  poll	  the	  eyes	  once	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every	  0.1ms	  for	  half	  a	  second.	  This	  way	  the	  board	  could	  monitor	  when	  the	  eyes	  became	  blocked	  again,	  as	  well	  as	  make	  sure	  that	  the	  eyes	  did,	  in	  fact,	  become	  unblocked	  after	  a	  shot	  was	  fired	  (if	  they	  did	  not,	  it	  would	  be	  likely	  that	  the	  paintball	  was	  “chopped”	  and	  paint	  is	  blocking	  the	  eyes	  permanently).	  This	  would	  make	  it	  simple	  to	  take	  care	  of	  eye	  malfunctions	  by	  putting	  the	  board	  into	  an	  “eye	  malfunction”	  mode	  where	  it	  would	  not	  rely	  on	  the	  eyes	  for	  data,	  but	  instead	  use	  high	  delays	  to	  ensure	  proper	  mechanical	  functioning.	  	  This	  eye	  logic	  system	  had	  its	  benefits,	  as	  explained	  above,	  but	  its	  drawbacks	  became	  clear	  as	  it	  was	  implemented.	  It	  was	  a	  very	  complicated	  way	  of	  monitoring	  the	  eyes,	  and	  the	  PIC18F2550’s	  small	  memory	  and	  use	  of	  the	  most	  basic	  C	  libraries	  did	  not	  lend	  themselves	  to	  complication.	  The	  sheer	  amount	  of	  code	  inside	  the	  interrupt	  functions	  for	  the	  eyes	  and	  timers	  was	  causing	  timing	  issues	  and	  race	  conditions,	  and	  the	  interrupt	  functions	  ended	  up	  working	  improperly	  or	  not	  running	  at	  all.	  This	  is	  one	  of	  the	  reasons	  for	  the	  major	  refactoring	  that	  occurred	  later	  in	  the	  project,	  which	  will	  be	  detailed	  in	  its	  own	  section.	  	  
7.4	  Timers	  	  The	  PIC18F2550	  has	  four	  internal	  timer	  functions,	  each	  with	  its	  own	  specifications	  and	  level	  of	  adjustability.	  These	  timers	  are	  set	  to	  a	  number	  by	  the	  code	  using	  one	  or	  two	  (depending	  on	  the	  timer)	  8-­‐bit	  registers,	  and	  then	  decrement	  every	  clock	  cycle,	  or	  x	  number	  of	  clock	  cycles	  to	  support	  higher	  time	  delays.	  Once	  a	  timer	  reaches	  0,	  it	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sets	  off	  an	  interrupt.	  Since	  there	  are	  many	  adjustable	  delays	  and	  timing	  issues	  required	  for	  a	  paintball	  marker,	  these	  came	  in	  handy	  when	  writing	  the	  program.	  These	  timers	  were	  used	  to	  implement	  a	  ball-­‐in-­‐place	  delay,	  determine	  when	  to	  start	  ramping,	  and	  implement	  the	  maximum	  rate	  of	  fire.	  The	  ball-­‐in-­‐place	  delay	  is	  a	  simple	  timer	  that	  runs	  after	  the	  eyes	  become	  blocked	  and	  lets	  the	  program	  know	  once	  enough	  time	  has	  passed,	  thus	  allowing	  the	  marker	  to	  be	  fired.	  Determining	  when	  to	  begin	  ramping	  was	  accomplished	  by	  using	  a	  trio	  of	  counters	  that,	  once	  started,	  decrement	  after	  a	  small	  amount	  of	  time	  (0.2	  seconds)	  to	  simulate	  a	  sliding	  window	  of	  when	  balls	  were	  fired.	  Implementing	  the	  max	  rate	  of	  fire	  was	  also	  a	  fairly	  simple	  procedure	  that	  is	  similar	  to	  the	  ball-­‐in-­‐place	  delay,	  allowing	  the	  marker	  to	  fire	  again	  only	  after	  a	  certain	  amount	  of	  time	  has	  passed	  since	  the	  last	  fire.	  	  Most	  of	  the	  trouble	  in	  implementing	  these	  timer	  functions	  came	  from	  adjusting	  the	  internal	  oscillator	  (to	  determine	  the	  correct	  frequency	  of	  a	  clock	  cycle)	  and	  dealing	  with	  the	  interrupts.	  During	  the	  initial	  implementation,	  a	  timer	  was	  used	  to	  scan	  the	  eyes	  at	  a	  very	  high	  frequency,	  about	  1000	  Hz,	  a	  technique	  used	  by	  some	  of	  the	  boards	  currently	  on	  the	  market.	  This	  was	  a	  flawed	  design,	  however,	  since	  the	  constant	  interrupting	  of	  the	  timer	  caused	  the	  other	  functions	  of	  the	  program	  to	  work	  incorrectly	  or	  inconsistently.	  Since	  interrupts	  from	  the	  eyes	  can	  be	  handled	  nearly	  instantly,	  this	  technique	  did	  not	  noticeably	  increase	  the	  performance	  of	  the	  marker,	  and	  was	  taken	  out	  of	  the	  final	  design.	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7.5	  LCD	  	  The	  LCD	  component	  of	  a	  control	  board	  is	  the	  main	  feature	  of	  the	  UI	  on	  high-­‐end	  boards.	  The	  choice	  of	  LCD	  was	  based	  on	  several	  criteria,	  described	  in	  the	  hardware	  section	  of	  this	  report.	  From	  a	  software	  standpoint,	  the	  most	  important	  aspect	  was	  the	  protocol	  for	  communicating	  with	  the	  LCD.	  The	  first	  LCD	  chosen	  for	  the	  board	  was	  high-­‐end	  and	  very	  complicated.	  Suited	  perfectly	  for	  the	  board,	  it	  had	  documentation	  that	  laid	  out	  how	  to	  communicate	  with	  it	  very	  well,	  along	  with	  example	  code	  and	  a	  website	  with	  an	  active	  support	  forum.	  Unfortunately,	  there	  were	  severe	  difficulties	  in	  implementing	  this	  LCD	  that	  resulted	  in	  the	  choosing	  of	  a	  different	  product	  for	  this	  component.	  Even	  with	  the	  help	  of	  the	  manufacturer	  and	  several	  experts	  in	  the	  electronics	  field,	  the	  source	  of	  the	  problem	  was	  never	  found.	  It	  is	  not	  believed	  to	  be	  an	  issue	  with	  communication	  from	  the	  PIC18F2550,	  since	  several	  other	  serial	  devices	  were	  successfully	  implemented,	  nor	  is	  it	  believed	  to	  be	  an	  issue	  with	  sending	  the	  proper	  commands,	  since	  the	  manual	  was	  followed	  very	  well	  and	  the	  manufacturer	  could	  find	  no	  fault	  with	  the	  code.	  It	  is	  possible	  that	  it	  was	  a	  hardware	  issue,	  since	  one	  of	  the	  LCDs	  we	  obtained	  violently	  burned	  out	  during	  testing,	  however	  even	  with	  suggestions	  from	  the	  aforementioned	  electronics	  experts	  the	  component	  did	  not	  work.	  	  Due	  to	  this	  setback,	  another	  LCD	  was	  chosen	  for	  the	  project.	  At	  this	  point,	  several	  models	  were	  selected,	  but	  the	  wait	  time	  to	  obtain	  a	  product	  was	  too	  long	  for	  one	  to	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be	  used	  in	  this	  project.	  Considering	  these	  issues,	  a	  simpler	  LCD	  was	  chosen	  as	  a	  placeholder,	  to	  provide	  some	  visual	  interface	  that	  is	  still	  more	  sophisticated	  than	  the	  blinking	  LED	  systems	  of	  older	  control	  boards.	  This	  second	  LCD	  was	  a	  two-­‐line	  character	  display,	  with	  commands	  delivered	  via	  a	  serial	  connection.	  The	  characters	  were	  represented	  using	  ASCII	  standards.	  In	  order	  to	  display	  characters	  on	  the	  LCD,	  functions	  were	  created	  to	  send	  base	  commands,	  individual	  letters,	  and	  words.	  These	  were	  fairly	  straightforward,	  using	  the	  PIC18F2550’s	  serial	  transmission	  register	  to	  send	  data.	  	  
7.6	  Settings	  and	  Profiles	  	  For	  the	  user	  settings	  and	  profile	  features	  of	  the	  board,	  a	  design	  that	  would	  be	  familiar	  and	  easy-­‐to-­‐use	  for	  most	  paintball	  players	  was	  chosen.	  This	  is	  the	  use	  of	  a	  “menu	  mode”,	  which	  can	  be	  entered	  instead	  of	  normal	  firing	  mode	  upon	  powering	  the	  marker	  on.	  The	  user	  would	  then	  be	  shown	  the	  first	  setting	  in	  the	  list,	  and	  can	  change	  the	  setting	  or	  scroll	  through	  to	  other	  settings.	  Profiles	  were	  implemented	  as	  an	  additional	  setting,	  with	  all	  of	  the	  other	  settings	  being	  automatically	  saved	  to	  the	  currently	  selected	  profile	  and	  changing	  when	  another	  profile	  is	  selected.	  	  In	  order	  to	  store	  data,	  the	  PIC18F2550’s	  nonvolatile	  EEPROM	  was	  used.	  This	  can	  withstand	  a	  large	  number	  of	  writes	  before	  degrading	  (~1,000,000)	  and	  is	  thus	  suitable	  for	  the	  job.	  Writing	  to	  the	  EEPROM	  is	  simply	  a	  matter	  of	  writing	  to	  the	  PIC18F2550’s	  EEPROM	  register	  and	  waiting	  for	  the	  confirmation	  bit	  to	  be	  set.	  In	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designing	  the	  structure	  of	  the	  settings,	  the	  amount	  of	  memory	  necessary	  to	  store	  each	  setting	  was	  calculated,	  and	  an	  appropriate	  amount	  of	  space	  was	  allocated	  for	  each	  profile	  (which	  would	  contain	  one	  of	  each	  setting).	  In	  this	  case,	  it	  was	  possible	  to	  fit	  all	  of	  the	  settings	  into	  16	  bytes,	  and	  so,	  starting	  from	  address	  0x00,	  each	  profile	  was	  given	  an	  address	  0x10	  higher	  than	  the	  next.	  Since	  each	  setting	  except	  for	  shot	  counter	  was	  easily	  fit	  into	  one	  byte,	  the	  address	  of	  each	  setting	  was	  incremented	  by	  0x01,	  and	  the	  shot	  counter	  setting	  was	  given	  its	  own	  address	  outside	  of	  any	  profiles,	  since	  it	  is	  not	  a	  profile	  setting.	  Although	  the	  addresses	  needed	  to	  be	  hard-­‐coded,	  the	  addresses	  of	  profiles	  and	  individual	  settings	  were	  stored	  separately,	  using	  the	  profile	  address	  as	  a	  base	  and	  then	  adding	  the	  setting	  address	  to	  that	  base	  in	  order	  to	  come	  up	  with	  the	  actual	  address	  in	  memory	  for	  that	  particular	  setting.	  This	  would	  allow	  for	  additional	  settings	  and	  profiles	  to	  be	  added	  simply	  by	  adding	  more	  profiles	  at	  addresses	  in	  increments	  of	  0x01	  and	  changing	  the	  profile	  addresses	  to	  be	  spaced	  further	  apart.	  	  In	  order	  to	  make	  a	  robust	  and	  well-­‐designed	  system,	  C	  structs	  were	  defined	  for	  the	  settings,	  so	  that	  the	  reading	  and	  writing	  of	  a	  setting	  could	  be	  organized	  as	  a	  single	  entity,	  with	  profile,	  address,	  and	  data	  all	  included.	  Unfortunately,	  such	  a	  design	  was	  too	  memory-­‐intensive	  for	  the	  PIC18F2550,	  and	  even	  defining	  a	  moderate	  number	  of	  such	  structs	  resulted	  in	  a	  program	  space	  memory	  overflow.	  The	  PIC18F2550	  apparently	  stores	  such	  data	  structures	  in	  a	  particular	  area	  of	  memory,	  and	  was	  not	  meant	  to	  support	  a	  complex	  software	  design	  that	  would	  use	  more	  than	  a	  small	  amount	  of	  this	  memory.	  Thus	  all	  of	  the	  data	  for	  the	  settings	  was	  defined	  in	  a	  header	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file	  and	  used	  as	  hard	  code	  in	  the	  read	  and	  write	  functions	  for	  the	  EEPROM.	  This	  is	  a	  less	  than	  optimal	  design	  choice,	  but	  necessary,	  as	  many	  of	  the	  software	  decisions	  were,	  to	  work	  on	  a	  device	  with	  such	  limited	  resources.	  	  
7.7	  RF	  	  The	  RF	  component	  of	  the	  project	  was	  the	  new	  innovation	  in	  the	  world	  of	  paintball.	  The	  component	  that	  was	  used	  was	  selected	  for	  its	  reputation,	  ability	  to	  use	  a	  small	  form-­‐factor,	  and	  excellently	  defined	  and	  flexible	  protocol.	  Although	  the	  original	  design	  for	  RF	  communications	  was	  fairly	  simple,	  the	  idea	  could	  easily	  be	  expanded	  for	  multiple	  purposes,	  some	  of	  which	  are	  discussed	  in	  the	  “Future	  Work”	  section	  of	  this	  report.	  Thus,	  an	  RF	  device	  using	  the	  ANT	  protocol	  seemed	  like	  an	  excellent	  choice,	  as	  it	  has	  a	  very	  small	  footprint	  and	  can	  support	  many	  types	  of	  networking,	  from	  simple	  peer-­‐to-­‐peer	  networks	  to	  star,	  tree,	  and	  practical	  mesh	  topologies13.	  	  Since	  the	  RF	  transceiver	  selected	  is	  available	  prepackaged	  in	  circuit	  boards	  with	  an	  antenna	  and	  either	  serial	  communications	  leads	  or	  a	  USB	  connection,	  implementing	  communications	  was	  a	  only	  a	  matter	  of	  connecting	  the	  boards	  and	  performing	  routine	  communications	  via	  the	  PIC18F2550’s	  serial	  register	  and	  a	  PC’s	  USB	  port.	  For	  its	  power,	  ease-­‐of-­‐use,	  and	  platform-­‐independence,	  Python	  was	  selected	  as	  the	  programming	  language	  for	  the	  PC	  component.	  For	  the	  current	  implementation	  of	  the	  board,	  the	  communication	  was	  designed	  so	  that	  once	  the	  board	  is	  powered	  on,	  it	  is	  constantly	  sending	  updates	  about	  its	  setting	  status.	  Since	  the	  RF	  module	  is	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extremely	  low	  power,	  this	  does	  not	  significantly	  affect	  power	  consumption.	  Since	  the	  RF	  chip	  can	  be	  told	  once	  to	  send	  a	  message	  frequently,	  such	  as	  the	  4	  Hz	  that	  was	  chosen,	  it	  sends	  the	  messages	  independent	  of	  the	  PIC18F2550	  and	  thus	  does	  not	  affect	  processing	  of	  other	  parts	  of	  the	  program.	  If	  the	  settings	  are	  changed,	  the	  microprocessor	  then	  instructs	  the	  RF	  chip	  to	  send	  messages	  with	  the	  new	  data.	  The	  PC	  program	  will	  listen	  and	  decode	  the	  message	  into	  human-­‐readable	  information	  at	  the	  press	  of	  a	  button,	  and	  this	  could	  also	  be	  automated	  to	  run	  at	  specific	  time	  intervals	  easily,	  if	  desired.	  	  The	  PC	  program	  was	  designed	  to	  be	  used	  with	  the	  USB	  test	  board	  the	  RF	  chip	  came	  on	  that	  was	  used	  for	  prototyping.	  Currently	  the	  USB	  ports	  are	  hard-­‐coded	  for	  testing	  on	  a	  Mac	  OSX	  laptop,	  but	  for	  the	  final	  product,	  the	  program	  would	  automatically	  detect	  the	  USB	  connection	  of	  the	  RF	  board.	  This	  could	  be	  accomplished	  by	  either	  having	  the	  program	  send	  data	  to	  active	  USB	  ports	  and	  evaluating	  the	  response	  (only	  the	  RF	  transceiver	  will	  respond	  correctly),	  or	  by	  writing	  drivers	  for	  the	  operating	  system	  and	  creating	  a	  custom	  USB	  RF	  board	  with	  a	  microcontroller	  to	  handle	  communication.	  The	  latter	  method	  is	  probably	  preferable	  because	  it	  would	  facilitate	  the	  implementation	  of	  encryption	  or	  other	  features,	  and	  increase	  the	  robustness	  of	  the	  system	  for	  expansion	  to	  other	  operating	  systems	  or	  embedded	  systems.	  Another	  feature	  of	  the	  PC	  program	  will	  be	  templates	  for	  automated	  marker	  verification.	  This	  would	  allow	  tournament	  officials	  to	  create	  a	  template	  for	  the	  tournament	  or	  field	  rules,	  and	  then	  when	  a	  marker’s	  settings	  are	  received,	  the	  program	  would	  automatically	  determine	  if	  they	  are	  legal	  or	  not.	  This	  would	  save	  the	  officials	  the	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time	  and	  effort	  needed	  to	  manually	  check	  each	  number	  and	  setting	  for	  compliance,	  and	  would	  reduce	  the	  chance	  for	  illegal	  settings	  to	  be	  missed	  due	  to	  human	  error.	  Due	  to	  time	  constraints,	  this	  feature	  was	  not	  implemented	  during	  the	  course	  of	  this	  project,	  but	  it	  should	  be	  a	  relatively	  simple	  addition	  in	  future	  versions	  of	  the	  program.	  	  There	  were	  a	  few	  issues	  during	  the	  testing	  of	  the	  ANT	  RF	  chips.	  Since	  writing	  and	  testing	  code	  on	  the	  PC	  is	  much	  easier	  than	  programming	  the	  PIC18F2550,	  the	  module	  that	  was	  to	  be	  connected	  to	  the	  PIC18F2550	  was	  hooked	  up	  to	  a	  USB	  conversion	  board	  and	  both	  RF	  modules	  were	  connected	  to	  a	  PC.	  This	  greatly	  reduced	  the	  amount	  of	  time	  needed	  to	  test,	  and	  in	  addition,	  it	  was	  much	  easier	  to	  receive	  and	  read	  messages	  sent	  back	  from	  the	  RF	  module	  on	  the	  PC	  than	  it	  would	  have	  been	  using	  the	  PIC18F2550.	  Also,	  there	  were	  a	  few	  issues	  regarding	  the	  baud	  rate.	  Since	  the	  PIC18F2550	  also	  needed	  to	  communicate	  serially	  to	  the	  LCD,	  and	  the	  baud	  rate	  is	  different	  for	  those	  two	  components,	  the	  register	  containing	  the	  serial	  settings	  had	  to	  be	  changed	  depending	  on	  the	  device	  that	  was	  to	  be	  communicated	  with.	  Once	  this	  was	  worked	  out	  and	  the	  PC	  testing	  was	  concluded,	  porting	  the	  code	  from	  the	  Python	  program	  to	  the	  PIC18F2550	  was	  a	  fairly	  simple	  process	  and	  a	  connection	  was	  made	  between	  the	  two	  devices.	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Figure	  15:	  Fire	  Rate	  LCD	  Reading	  	  
	  
Figure	  16:	  Fire	  Mode	  LCD	  Reading	  	  
	  
Figure	  17:	  PC	  GUI	  Screenshot	  	  Figures	  15	  through	  17	  show	  the	  display	  of	  settings	  on	  the	  board’s	  LCD,	  and	  on	  the	  PC	  program	  after	  receiving	  the	  data	  from	  the	  RF	  transceiver.	  Fire	  modes	  are	  listed	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by	  number	  on	  the	  LCD	  due	  to	  the	  limited	  screen	  space;	  as	  can	  be	  seen,	  fire	  mode	  6	  corresponds	  to	  the	  custom	  ramping	  mode.	  The	  screenshot	  was	  taken	  on	  Mac	  OSX,	  since	  the	  GUI	  was	  written	  using	  Python’s	  TkInter	  toolkit,	  it	  will	  look	  slightly	  different	  under	  other	  operating	  systems,	  since	  the	  OS	  controls	  the	  look	  of	  the	  windows	  and	  buttons.	  It	  is	  currently	  a	  very	  simple	  GUI,	  functional	  but	  not	  optimized	  for	  visual	  appeal.	  	  
7.8	  Refactoring	  	  Midway	  through	  this	  project,	  it	  became	  clear	  that	  the	  original	  software	  design	  for	  many	  of	  the	  functions	  of	  the	  board	  was	  not	  as	  clean	  or	  efficient	  as	  it	  could	  be.	  Thus	  a	  major	  refactoring	  of	  the	  code	  was	  effected,	  resulting	  in	  much	  more	  trim	  and	  sensible	  code	  with	  a	  better	  program	  flow.	  The	  main	  issue	  was	  due	  to	  the	  overuse	  of	  interrupts.	  Since	  interrupts	  are	  extremely	  useful,	  many	  functions	  had	  been	  implemented	  using	  them,	  resulting	  in	  a	  lot	  of	  code	  running	  within	  interrupts.	  Since	  the	  nature	  of	  an	  interrupt	  is	  such	  that	  no	  other	  code	  runs	  while	  in	  it,	  and	  it	  can	  interrupt	  otherwise	  normal	  program	  functions,	  this	  began	  causing	  issues	  with	  the	  functionality	  and	  reliability	  of	  the	  board.	  	  All	  of	  these	  functions	  still	  needed	  to	  use	  the	  benefits	  of	  interrupts,	  but	  clearly	  the	  program	  had	  to	  perform	  minimal	  operations	  while	  inside	  an	  interrupt	  and	  handle	  the	  larger	  implications	  of	  the	  interrupt	  elsewhere.	  A	  design	  was	  composed	  that	  consisted	  of	  a	  program	  state	  variable	  that	  would	  allow	  the	  program	  to	  know	  what	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the	  state	  of	  the	  marker	  was	  and	  what	  it	  should	  be	  doing.	  The	  states	  represented	  are	  as	  follows:	  	  0:	  Eyes	  unblocked	  1:	  Eyes	  blocked,	  BIP	  delay	  2:	  Eyes	  blocked,	  ready	  to	  fire	  3:	  Post-­‐shot,	  delay	  to	  enforce	  maximum	  rate	  of	  fire	  4:	  Forced	  shot	  mode,	  trigger	  is	  being	  held	  (fire	  after	  1	  second)	  5:	  Delay	  shot	  mode,	  if	  eyes	  are	  unblocked,	  shoot	  anyway	  after	  0.5	  seconds	  	  This	  allowed	  for	  an	  interrupt,	  such	  as	  the	  eyes,	  to	  change	  the	  state	  of	  the	  program	  and	  effect	  a	  change	  in	  program	  behavior	  while	  running	  very	  little	  code	  within	  the	  interrupt	  itself.	  In	  the	  main	  function,	  a	  loop	  continuously	  checks	  the	  state	  of	  the	  program	  and	  performs	  actions	  (such	  as	  setting	  timers,	  queuing	  a	  shot,	  or	  firing)	  accordingly.	  This	  refactoring	  caused	  the	  program	  to	  run	  much	  more	  reliably	  and	  efficiently,	  and	  is	  also	  a	  more	  robust	  design,	  allowing	  behavior	  in	  different	  states	  to	  be	  changed	  or	  additional	  states	  to	  be	  added	  when	  more	  features	  are	  desired	  to	  be	  implemented.	  	  All	  in	  all,	  most	  of	  the	  time	  spent	  on	  the	  software	  portion	  of	  the	  project	  was	  devoted	  to	  testing	  and	  finding	  ways	  to	  implement	  features	  with	  the	  limited	  resources	  of	  the	  PIC18F2550	  microcontroller.	  After	  gaining	  much	  experience	  through	  this	  process,	  the	  major	  design	  change	  significantly	  improved	  the	  program,	  leaving	  the	  final	  code	  much	  cleaner,	  better	  working,	  and	  more	  robust	  than	  the	  original	  design.	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8	  Future	  Work	  
	  For	  this	  control	  board,	  as	  with	  any	  product,	  the	  completion	  of	  a	  successful	  prototype	  does	  not	  signal	  the	  end	  of	  development;	  there	  are	  additions	  and	  ways	  to	  improve	  the	  product	  that	  have	  not	  been	  completed.	  Some	  of	  these	  were	  not	  thought	  of	  until	  after	  the	  project	  was	  completed,	  others	  were	  considered	  but	  rendered	  impossible	  by	  the	  time	  limit	  imposed	  upon	  the	  project.	  Several	  of	  these	  ideas	  are	  worth	  noting,	  because	  it	  is	  in	  the	  spirit	  of	  an	  engineering	  project	  to	  expand	  usefulness	  and	  search	  for	  improvements.	  	  Perhaps	  the	  most	  important	  step	  in	  securing	  the	  integrity	  of	  the	  ideas	  presented	  in	  this	  project	  is	  to	  obtain	  a	  patent.	  This	  project	  contains	  a	  significant	  innovation,	  the	  addition	  of	  an	  RF	  transceiver	  to	  a	  marker	  control	  board,	  which	  is	  new	  and	  unique.	  There	  are	  several	  possible	  uses	  for	  this	  technology,	  and	  if	  the	  product	  is	  to	  be	  sold	  or	  licensed,	  a	  patent	  will	  be	  necessary	  to	  do	  it	  most	  effectively.	  This	  process	  is	  being	  investigated	  and	  will	  begin	  shortly.	  	  A	  relatively	  simple,	  yet	  necessary,	  extension	  of	  this	  project	  is	  to	  design	  and	  manufacture	  a	  PCB	  in	  the	  correct	  form	  factor	  to	  fit	  inside	  a	  paintball	  marker.	  The	  only	  major	  issue	  with	  this	  process	  is	  the	  LCD	  component.	  All	  of	  the	  other	  components	  used	  can	  easily	  be	  fit	  on	  a	  PCB	  of	  the	  correct	  size	  and	  shape,	  but	  the	  LCD	  used	  for	  the	  prototype	  is	  much	  too	  large.	  The	  main	  issue	  with	  this	  is	  that	  all	  of	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the	  suitable	  LCDs	  and	  OLED	  displays	  researched	  during	  the	  project	  had	  lengthy	  lead	  times.	  The	  microcontroller	  would	  also	  need	  to	  be	  reprogrammed	  to	  work	  properly	  with	  the	  new	  LCD,	  a	  task	  that	  will	  likely	  be	  unchallenging,	  if	  time-­‐consuming.	  An	  LCD	  or	  OLED	  display	  is	  not	  necessary,	  as	  most	  control	  boards	  on	  the	  market	  do	  not	  use	  one,	  but	  since	  the	  objective	  of	  this	  project	  was	  to	  create	  a	  board	  to	  compete	  with	  the	  top-­‐of-­‐the-­‐line	  products,	  it	  would	  be	  preferable	  to	  include	  this	  component.	  Creating	  this	  PCB	  is	  also	  a	  task	  that	  is	  only	  necessary	  if	  the	  product	  is	  to	  be	  independently	  marketed	  and/or	  manufactured.	  Licensing	  or	  selling	  the	  technology	  and	  designs	  to	  an	  established	  manufacturer	  is	  also	  an	  option,	  which	  would	  significantly	  reduce	  the	  work	  required	  to	  transform	  the	  prototype	  into	  a	  final	  product.	  	  One	  of	  the	  most	  significant	  ways	  in	  which	  this	  product	  could	  be	  improved	  is	  to	  add	  a	  layer	  of	  encryption	  to	  the	  RF	  communication.	  Since	  one	  of	  the	  main	  ideas	  for	  the	  use	  of	  this	  technology	  is	  to	  help	  prevent	  cheating,	  there	  is	  an	  obvious	  motivation	  for	  dishonest	  players	  to	  tamper	  with	  the	  board.	  Encrypting	  the	  messages	  would	  greatly	  reduce	  the	  potential	  for	  a	  malicious	  user	  to	  reverse-­‐engineer	  the	  radio	  data	  and	  use	  this	  information	  to	  alter	  or	  imitate	  the	  transmissions.	  The	  methods	  used	  for	  encryption	  do	  not	  need	  to	  be	  very	  complicated,	  since	  the	  data	  will	  only	  be	  transmitted	  between	  closed	  platforms.	  A	  private	  key	  encryption	  method	  with	  a	  sufficiently	  large	  key	  should	  be	  sufficient	  to	  protect	  the	  messages,	  and	  would	  also	  be	  easy	  to	  implement	  on	  the	  microprocessor,	  which	  has	  limited	  computational	  speed.	  However,	  there	  are	  other	  possibilities	  also,	  and	  more	  research	  will	  need	  to	  be	  done	  
	   74	  
to	  determine	  which	  algorithm	  provides	  the	  best	  security	  while	  also	  being	  practical	  on	  the	  low-­‐power	  microprocessor.	  	  There	  are	  also	  potential	  uses	  of	  the	  RF	  technology	  besides	  the	  aforementioned	  anti-­‐cheating	  application.	  One	  promising	  idea	  that	  is	  already	  being	  investigated	  is	  the	  implementation	  of	  a	  shut-­‐off	  signal.	  This	  would	  allow	  a	  person,	  such	  as	  a	  referee	  or	  field	  operator,	  to	  easily	  and	  instantly	  deactivate	  all	  of	  the	  markers	  on	  the	  field.	  This	  could	  be	  useful	  for	  stopping	  play	  during	  tournaments,	  for	  safety	  during	  intermissions	  between	  timed	  play,	  or	  during	  an	  emergency	  situation	  when	  shots	  should	  not	  be	  fired,	  such	  as	  if	  a	  player’s	  goggles	  or	  face	  mask	  came	  off.	  This	  could	  improve	  safety	  on	  paintball	  fields	  significantly,	  as	  well	  as	  potentially	  reduce	  insurance	  fees	  for	  field	  owners.	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9	  Conclusion	  
	  The	  end	  of	  this	  project	  saw	  a	  functional	  prototype	  paintball	  marker	  control	  board,	  plus	  a	  PC	  program	  written	  in	  Python	  that	  receives	  and	  displays	  relevant	  information	  about	  the	  marker	  (fire	  mode	  and	  maximum	  rate	  of	  fire).	  The	  board	  and	  PC	  program	  use	  RF	  transceivers	  that	  implement	  the	  ANT	  protocol	  for	  communication.	  The	  system	  currently	  uses	  RF	  communication	  to	  help	  prevent	  cheating	  during	  tournaments,	  but	  it	  can	  potentially	  be	  modified	  to	  provide	  other	  useful	  services.	  	  The	  board	  and	  program	  were	  successfully	  tested	  using	  several	  modern	  paintball	  markers.	  The	  most	  important	  step	  to	  creating	  a	  marketable	  product	  is	  designing	  a	  PCB	  that	  is	  the	  correct	  form	  factor	  to	  fit	  inside	  a	  paintball	  marker.	  There	  are	  many	  other	  changes	  and	  additions	  that,	  while	  not	  part	  of	  the	  original	  design,	  may	  add	  to	  the	  usefulness	  and	  desirability	  of	  the	  board	  for	  players,	  field	  operators,	  and	  tournament	  officials	  alike.	  These	  are	  being	  researched	  currently,	  and	  discussions	  are	  underway	  with	  field	  owners	  and	  paintball	  technology	  manufacturers.	  	  This	  control	  board	  is	  a	  step	  forward	  in	  paintball	  technology,	  and	  represents	  an	  innovation	  that	  will	  likely	  become	  very	  important	  over	  the	  next	  few	  years.	  It	  is	  the	  hope	  of	  the	  project	  creators	  that	  a	  patent	  will	  be	  granted	  for	  this	  invention,	  and	  that	  the	  efforts	  made	  both	  during	  and	  after	  the	  project	  will	  result	  in	  a	  marketable	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product,	  and	  a	  step	  forward	  in	  technology	  for	  both	  the	  professional	  and	  amateur	  paintball	  communities.	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Appendix	  A:	  PaintballMQP.c	  
#include <p18f2550.h> 
#include <delays.h> 
#include <portb.h> 
#include "PBSettings.h" 
#include "BitDefs.h" 
 
#pragma config FOSC = INTOSC_HS 
#pragma config WDT = OFF 
#pragma config LVP = OFF 
 
 
void interrupth(void); 
void fire_sequence(void); 
void EEPROM_write(unsigned char adr, unsigned char data); 
unsigned char EEPROM_read(unsigned char adr); 
void sleep_routine(void); 
unsigned char lcd_data_out(unsigned char data); 
unsigned char lcd_comm_out(unsigned char comm); 
void dispPic(unsigned char *lcd_string); 
void init_settings(void); 
void RF_send(unsigned char data); 
void broadcast_RF(void); 
void LCD_send(unsigned char data); 
void LCD_eyes_blocked(void); 
void LCD_eyes_unblocked(void); 
void initialize_RF(void); 
void LCD_string(char *data, char length); 
void LCD_string_position(char position, char *data, char 
length); 
void menu_mode(void); 
void display_menu(char setting); 
void increment_setting(char setting); 
void save_setting(char setting); 
 
#pragma code high_vector = 0x08 
void high_interrupt(void) { 
 _asm 
 goto interrupth 
 _endasm 
} 
/* 
#pragma code low_vector = 0x18 
void low_interrupt(void) { 
 _asm 
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 goto interruptl 
 _endasm 
} 
*/ 
#pragma code  
 
unsigned char state; 
/*States: 
 0 - Eyes unblocked 
 1 - Eyes blocked, pre-BIP delay 
 2 - Eyes blocked, ready to fire 
 3 - Post-fire, pre-fire cycle completion (time needed to 
ensure BPS. check eyes for malfunctions during this time.) 
 4 - Forced shot, trigger is being held 
 5 - Delay shot, waiting for eyes to be blocked or 0.5 
seconds to elapse, then shoot 
*/ 
long forced_shot_counter; 
 
int sleeping = 0; 
long counter = 0; 
long bps_counter; 
long i; 
long k; 
unsigned char button_hold_flag; 
char EYE_STATUS; //Flag, 1 = eyes blocked, 0 = eyes open 
char fast_pulse; 
char BPS_WAIT; 
double fire_sequence_time_d; 
long fire_sequence_time; 
long fire_sequence_time_adjusted; 
double bps_double; 
double pointone; 
unsigned char fire_sequence_char; 
unsigned char fire_sequence_counter_flag; 
unsigned char trigger_flag; 
unsigned char fire_ready; 
unsigned char queued_shot; 
unsigned char AMB_delay_flag; 
unsigned char BIP_timer_L; 
unsigned char BIP_timer_H; 
unsigned char BPS_timer_L; 
unsigned char BPS_timer_H; 
char burst_counter; 
char ramping_shot_counter_1; 
char ramping_shot_counter_2; 
char ramping_shot_counter_3; 
char ramping_current_shot; 
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char ramping_on; 
char burst_on; 
char menu_mode_flag; 
char menu_mode_edit; 
char current_setting; 
int eyes_blocked; 
char tournament_lock; 
char alternate; 
 
 
unsigned int z; 
unsigned int y; 
unsigned char page; 
char malfunction_check; 
char MALFUNCTION; 
 
long fire_sequence_counter; 
 
//Settings variables 
int FIRE_COARSE; 
int FIRE_FINE; 
int FIRE_MODE; 
int GAME_TIMER_COARSE; 
int GAME_TIMER_FINE; 
int CUSTOM_RAMPING_START; 
int CUSTOM_RAMPING_PERCENT; 
int INITIAL_DEBOUNCE; 
int ANTI_MECHANICAL_BOUNCE; 
int FIRE_CYCLE_DEBOUNCE; 
int DWELL; 
int ANTI_BOLT_STICK; 
int BIP_DELAY; 
int EYE_MODE; 
int PSPM_SEMI; 
int PSPM_RESET; 
int AUTO_OFF; 
int SHOT_COUNTER; 
int PROFILE; 
int PROFILE_START; 
 
unsigned char FIRE_COARSE_RF; 
unsigned char FIRE_FINE_RF; 
unsigned char FIRE_MODE_RF; 
 
 
#pragma interrupt interrupth 
void interrupth(void) { 
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 if (INTCONbits.INT0IF){ 
 
  INTCONbits.INT0IE = 0; 
  Delay100TCYx(2*INITIAL_DEBOUNCE); 
  if (menu_mode_edit){ 
   increment_setting(current_setting); 
  }  
  else if (menu_mode_flag) { 
   if (current_setting == 17) { 
    current_setting = 0; 
   } 
   else if ((current_setting == 4) || 
(current_setting == 12)){ 
    current_setting = current_setting + 2; 
   }  
   else { 
    current_setting++; 
   } 
   display_menu(current_setting); 
   Delay10KTCYx(20); 
   INTCONbits.INT0IF = 0; 
   INTCONbits.INT0IE = 1; 
   return; 
  }    
  INTCONbits.INT0IE = 1; 
  if ((FIRE_MODE == 2) || (FIRE_MODE == 5) || 
(FIRE_MODE == 6)){ 
   
   switch (ramping_current_shot) { 
    case 1: 
     ramping_shot_counter_1 = 5; 
     ramping_current_shot = 2; 
     break; 
    case 2: 
     ramping_shot_counter_2 = 5; 
     ramping_current_shot = 3; 
     break; 
    case 3: 
     ramping_shot_counter_3 = 5; 
     ramping_current_shot = 1; 
     break; 
   } 
  } 
  switch (state) { 
   case 0: 
    if (EYE_MODE == 0) { 
     //break; 
    } 
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    else if (EYE_MODE == 1) { //forced shot 
     state = 4; 
    } 
    else if (EYE_MODE == 2) { //delay shot 
     state = 5; 
    } 
    break; 
   case 1: 
    if (EYE_MODE == 0) { 
     //break; do nothing 
    } 
    else if (EYE_MODE == 1) { //forced shot 
     state = 4; 
    } 
    else if (EYE_MODE == 2) { //delay shot 
     state = 5; 
    } 
    break; 
   case 2: 
    fire_sequence(); 
    break; 
   case 3: 
    if (!AMB_delay_flag) { 
     queued_shot = 1; 
    } 
    break; 
  } 
  INTCONbits.INT0IF = 0; 
 } 
  
 else if (EYES_INT) { 
   
  LCD_eyes_blocked(); 
  //dLED3Pin = 1; 
  switch (state) { 
   case 0: 
    state = 1; 
    break; 
   case 5: 
    state = 1; 
    break; 
  } 
   
  EYES_INT = 0; 
 } 
   
 else if (TIMER0_INT){ 
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  switch (state) { 
   case 1: 
    T0CONbits.TMR0ON = 0; 
    state = 2; 
    break; 
     
   case 3: 
    T0CONbits.TMR0ON = 0; 
    if (EYES_PIN) { 
     state = 0; 
    } 
    else { 
     state = 1; 
    } 
  } 
   
  TIMER0_INT = 0; 
 } 
  
 else if (TIMER1_INT) { 
   
  //dLED2Pin = ~dLED2Pin; 
  TMR1H = 0x3C; 
  TMR1L = 0xB1; 
  
  if (ramping_shot_counter_1 && 
ramping_shot_counter_2 && ramping_shot_counter_3) { 
   ramping_on = 1; 
  }  
  else if (!ramping_shot_counter_1 && 
!ramping_shot_counter_2 && !ramping_shot_counter_3) { 
   ramping_on = 0; 
  }  
   
  if (ramping_shot_counter_1 > 0) { 
   ramping_shot_counter_1--; 
  }  
  if (ramping_shot_counter_2 > 0) { 
   ramping_shot_counter_2--; 
  } 
  if (ramping_shot_counter_3 > 0) { 
   ramping_shot_counter_3--; 
  } 
   
   
   
  TIMER1_INT = 0; 
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 }  
  
 
} 
   
void main() { 
  
 //Initialize variables 
 fire_ready = 1; 
 trigger_flag = 0; 
 malfunction_check = 0; 
 burst_counter = -1; 
 queued_shot = 0; 
 ramping_current_shot = 1; 
 ramping_shot_counter_1 = 0; 
 ramping_shot_counter_2 = 0; 
 ramping_shot_counter_3 = 0; 
 ramping_on = 0; 
 burst_on = 0; 
 menu_mode_edit = 0; 
 alternate = 0; 
 sleeping = 0; 
   
 TRISAbits.TRISA5 = 0; 
 LATAbits.LATA5 = 0; 
 EYE_POWER_Tris = 0; // +5v for eyes 
 EYE_POWER_Pin = 1; // +5v for eyes 
  
  
 //Enable global interrupts 
 INTCONbits.GIE = 1; 
 
 /*Configure oscillator 
  bit 7: Sets device to enter sleep mode on Sleep 
instruction 
  bits 6-4: Set osc frequency (111 = 8MHz) 
  bit 3: Oscillator start-up timer expired, primary 
osc running 
  bit 2: INTOSC frequency is stable 
  bit 1-0: Set system clock (1x = internal 
oscillator) 
 */ 
 OSCCON = 0b01111111; 
  
 /*Timer0 setup 
  bit 7: On/off 
  bit 6: 1 = 8-bit, 0 = 16-bit 
  bit 5: Clock source select, 0 = internal clock 
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  bit 4: Changes the transition of T0CKI pin to 
increment on, pin not used 
  bit 3: Prescale enable, 0 = assigned, 1 = not 
assigned 
  bit 2-0: Prescale value select. Powers of 2 from 
000 = 1:2 value to 111 = 1:256 value 
 */ 
 T0CON = 0b00010010;  
 INTCONbits.TMR0IF = 0; //clear timer0 interrupt flag 
 INTCONbits.TMR0IE = 1; //set timer0 interrupt enable 
 INTCONbits.PEIE = 1; //enabled interrupt priority 
  
 /*Timer1 setup 
  bit 7: 16-bit read-write enable 
  bit 6: System clock status bit (1 = timer1 osc, 0 
= other) 
  bit 5-4: Prescale select bits (00 = 1:1, goes up 
in powers of 2) 
  bit 3: Timer1 osc enable 
  bit 2: External clock sync select bit (when bit 1 
is cleared, it doesnt matter) 
  bit 1: Clock source select (1 = external, 0 = 
internal) 
  bit 0: Timer1 On bit 
 */ 
 T1CON = 0b00110000; 
 TMR1H = 0x3C; 
 TMR1L = 0xAF; 
 TIMER1_INT = 0; 
  
 /*Eye setup 
 */ 
 EYE_STATUS = 0; 
 INTCON2bits.INTEDG2 = 0; //sets eye interrupt to 
falling edge 
 INTCON3bits.INT2IF = 0;  //clears eye interrupt flag 
 INTCON3bits.INT2IE = 1;  //sets eye interrupt enable 
to 1 
  
 /*Serial EUSART setup 
 */ 
 TXSTA = 0b10100000;  //transmit control settings 
 RCSTA = 0b10010000;  //receive control settings 
 BAUDCON = 0b00000000; //baudrate control settings 
  
 //RF baud 
 //SPBRGH = 0b00000000; //these registers help set baud 
rate (4800) 
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 //SPBRG = 0b00011001; 
  
 //LCD baud 
 SPBRGH = 0b00000000; //these registers help set baud 
rate (9600) 
 SPBRG = 0b00001100; 
  
 Delay100TCYx(5); //Small delay to ensure registers are 
set 
  
 ADCON1 = 0xFF; //Sets Vref-, Vref+, and all ports to 
digital 
  
 //Sets input pins to accept input 
 TRISBbits.TRISB0 = 1; 
 TRISBbits.TRISB7 = 1; 
 TRISBbits.TRISB6 = 1; 
 TRISBbits.TRISB5 = 1; 
 TRISBbits.TRISB4 = 1; 
 
 
 init_settings(); //Initializes board settings 
variables from EEPROM 
  
 //Checks if tournament lock button is depressed 
 if (PORTBbits.RB7){ 
  tournament_lock = 1; 
 } 
 else{ 
  tournament_lock = 0; 
 } 
   
 //Checks to see if the trigger is being held 
 //If it is and tournament lock mode is enabled, 
broadcast settings via RF 
 //If trigger is held and not in tournament lock mode, 
enter menu mode 
 //Otherwise set the menu mode flag to 0. 
 if(PORTBbits.RB0) { 
  if (tournament_lock) { 
   initialize_RF(); 
   broadcast_RF(); 
  } 
  else { 
   menu_mode(); 
  } 
 } 
 else { 
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  menu_mode_flag = 0; 
 }   
  
 /* Get the FIRE_COARSE and FIRE_FINE into one 'double' 
variable 
  then divide 1 by that number to get the length of 
time each shot should take 
 */ 
 pointone = 0.1; 
 bps_double = (double)FIRE_COARSE; 
 bps_double = bps_double + ((double)FIRE_FINE * 
pointone); 
 fire_sequence_time_d = (((double)1)/bps_double); 
 fire_sequence_time_d = fire_sequence_time_d * 10000; 
 fire_sequence_time = (long)fire_sequence_time_d; 
 fire_sequence_time_adjusted = (fire_sequence_time - 
INITIAL_DEBOUNCE - ANTI_MECHANICAL_BOUNCE - (DWELL*10));  
 
  
 INTCONbits.INT0IF = 0; 
 INTCONbits.INT0IE = 1; 
  
 //Every 25 timer interrupts = 0.1ms 
 //Subtract 25 times the number of 0.1ms we want to 
delay from 65535 (the number the timer overflows on) 
 //Then bit mask to put it into two 8 bit chars 
 BIP_timer_L = ((65535 - (BIP_DELAY * 25)) & 0x00FF); 
//bit mask 16 bit number to set low timer register 
 BIP_timer_H = (((65535 - (BIP_DELAY * 25)) & 0xFF00) 
>> 8); //bit mask 16 bit number to set high timer register 
  
 BPS_timer_L = ((65535 - ((fire_sequence_time-
BIP_DELAY) * 25)) & 0x00FF); //bit mask 16 bit number to 
set low timer register 
 BPS_timer_H = (((65535 - ((fire_sequence_time-
BIP_DELAY) * 25)) & 0xFF00) >> 8); //bit mask 16 bit number 
to set high timer register 
   
 
 if (EYES_PIN){ 
  state = 0; 
  //eyes_blocked = 0; 
  LCD_eyes_unblocked(); 
 } 
 else { 
  state = 1; 
  //eyes_blocked = 1; 
  LCD_eyes_blocked(); 
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 } 
  
  
 //Constantly running this loop when not in an 
interrupt 
 while(1){ 
   
  switch (state){ 
   case 0: 
    //wait for eyes to become blocked or 
trigger/buttons 
    queued_shot = 0;  //ask about these 
implementations, if statement or not? 
    burst_counter = -1; 
    break; 
   case 1: 
    if (!T0CONbits.TMR0ON) { 
     TMR0H = BIP_timer_H; 
     TMR0L = BIP_timer_L; 
     T0CONbits.TMR0ON = 1; 
    } 
    if (EYES_PIN) { 
     LCD_eyes_unblocked(); 
     T0CONbits.TMR0ON = 0; //if eyes 
become unblocked, dont want timer going off 
           //and 
setting to state 2 
     state = 0; 
    } 
    break; 
   case 2: 
    if (queued_shot) { 
     fire_sequence(); 
     //break; //going to state 3, check 
eyes there 
    } 
    else if (EYES_PIN) { 
     LCD_eyes_unblocked(); 
     state = 0; 
    } 
    break; 
   case 3: 
    if (EYES_PIN) { 
     LCD_eyes_unblocked(); 
     MALFUNCTION = 0; 
    } 
    break; 
   case 4: 
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    forced_shot_counter = 0; 
    //If the user holds the trigger for 0.5 
seconds, fire 
    while (PORTBbits.RB0) { 
     forced_shot_counter++; 
     Delay100TCYx(2); 
     if (forced_shot_counter == 5000) { 
      fire_sequence(); //fire (fire 
sequence should set state = 3) 
     } 
    } 
    if (EYES_PIN) { 
     state = 0; 
    } 
    else { 
     state = 1; 
    } 
    break; 
   case 5: 
    queued_shot = 1; 
    for (i=0;i<5000;i++){ 
     if (state != 5) { 
      break; 
     } 
     Delay100TCYx(2); 
    } 
    queued_shot = 0; 
    fire_sequence(); 
    break; 
  } 
 } 
 
   
} 
 
void fire_sequence(void){ 
 
 /* Must be in state 2 to fire. solves issues when 
interrupts re-enter code that has already 
  determined the state is 2, thereby ignoring the 
new state of 3. 
   
  If interrupted in the fire routine after this 
code, the marker is already firing and should 
  continue anyway. 
 */ 
 if (state != 2){  
  return; 
	   89	  
 } 
   
 if ((FIRE_MODE == 0) || (FIRE_COARSE == 0)){ 
  state = 1; 
 } 
 else{  
  state = 3; 
  TMR0H = BPS_timer_H; 
  TMR0L = BPS_timer_L; 
  Nop(); //2 instruction cycles til timer 
increments 
  Nop(); 
  T0CONbits.TMR0ON = 1; 
 } 
   
 queued_shot = 0; 
  
  
 INTCONbits.GIE = 0; 
 LEDPin = 1; 
  
 Delay1KTCYx(2*DWELL); //delay for the dwell time 
   
 LEDPin = 0; 
 INTCONbits.GIE = 1; 
 Delay100TCYx(2*ANTI_MECHANICAL_BOUNCE); 
  
  
  
 if ((FIRE_MODE == 9) && (PORTBbits.RB0)) { 
  queued_shot = 1; 
 } 
  
 if (FIRE_MODE == 3) { 
  if (ramping_on) { 
   burst_on = 1; 
  } 
  else { 
   burst_on = 0; 
  }  
  switch (ramping_current_shot) { 
   case 1: 
    ramping_shot_counter_1 = 5; 
    ramping_current_shot = 2; 
    break; 
   case 2: 
    ramping_shot_counter_2 = 5; 
    ramping_current_shot = 3; 
	   90	  
    break; 
   case 3: 
    ramping_shot_counter_3 = 5; 
    ramping_current_shot = 1; 
    break; 
  }   
 } 
  
 if ((FIRE_MODE == 2) || (FIRE_MODE == 5) || (FIRE_MODE 
== 6)){ 
   
  if (ramping_on){ 
   queued_shot = 1;  
  }   
 } 
  
 if (FIRE_MODE == 7){ 
  if (alternate){ 
   queued_shot = 1; 
   alternate = 0; 
  } 
  else{ 
   alternate = 1; 
  } 
 } 
      
 if ((burst_on) && (burst_counter > 0)) { 
  burst_counter--; 
  queued_shot = 1; 
 } 
 else if ((burst_on) && (burst_counter == 0)) { 
  burst_counter = -1; 
 } 
 else if ((burst_on) && (burst_counter == -1)) { 
  burst_counter = 1; 
  queued_shot = 1; 
 } 
 return; 
  
}  
 
//Writes data to the EEPROM. Used for settings 
void EEPROM_write(unsigned char adr, unsigned char data){ 
 
 EEADR = adr; 
 EEDATA = data; 
 EECON1bits.EEPGD = 0; 
 EECON1bits.CFGS = 0; 
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 EECON1bits.WREN = 1; 
 INTCONbits.GIE = 0; 
 EECON2 = 0x55; 
 EECON2 = 0x0AA; 
 EECON1bits.WR = 1; 
 while(!PIR2bits.EEIF){ 
   
 }  
 PIR2bits.EEIF = 0; 
 INTCONbits.GIE = 1; 
 EECON1bits.WREN = 0; 
} 
 
//Reads data from the EEPROM. Used for settings 
unsigned char EEPROM_read(unsigned char adr){ 
  
 EEADR = adr; 
 EECON1bits.EEPGD = 0; 
 EECON1bits.CFGS = 0; 
 EECON1bits.RD = 1; 
 return EEDATA; 
  
} 
 
//Clears the data from a profile 
void reset_profile(unsigned char profile_start){ 
 
 EEPROM_write((profile_start + ADDRESS_FIRE_COARSE), 
DEFAULT_FIRE_COARSE); 
 EEPROM_write((profile_start + ADDRESS_FIRE_FINE), 
DEFAULT_FIRE_FINE); 
 EEPROM_write((profile_start + ADDRESS_FIRE_MODE), 
DEFAULT_FIRE_MODE); 
 EEPROM_write((profile_start + 
ADDRESS_GAME_TIMER_COARSE), DEFAULT_GAME_TIMER_COARSE); 
 EEPROM_write((profile_start + 
ADDRESS_GAME_TIMER_FINE), DEFAULT_GAME_TIMER_FINE); 
 EEPROM_write((profile_start + 
ADDRESS_CUSTOM_RAMPING_START), 
DEFAULT_CUSTOM_RAMPING_START); 
 EEPROM_write((profile_start + 
ADDRESS_CUSTOM_RAMPING_PERCENT), 
DEFAULT_CUSTOM_RAMPING_PERCENT); 
 EEPROM_write((profile_start + 
ADDRESS_INITIAL_DEBOUNCE), DEFAULT_INITIAL_DEBOUNCE); 
 EEPROM_write((profile_start + 
ADDRESS_ANTI_MECHANICAL_BOUNCE), 
DEFAULT_ANTI_MECHANICAL_BOUNCE); 
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 EEPROM_write((profile_start + 
ADDRESS_FIRE_CYCLE_DEBOUNCE), DEFAULT_FIRE_CYCLE_DEBOUNCE); 
 EEPROM_write((profile_start + ADDRESS_DWELL), 
DEFAULT_DWELL); 
 EEPROM_write((profile_start + 
ADDRESS_ANTI_BOLT_STICK), DEFAULT_ANTI_BOLT_STICK); 
 EEPROM_write((profile_start + ADDRESS_BIP_DELAY), 
DEFAULT_BIP_DELAY); 
 EEPROM_write((profile_start + ADDRESS_EYE_MODE), 
DEFAULT_EYE_MODE); 
 EEPROM_write((profile_start + ADDRESS_PSPM_SEMI), 
DEFAULT_PSPM_SEMI); 
 EEPROM_write((profile_start + ADDRESS_PSPM_RESET), 
DEFAULT_PSPM_RESET); 
  
}  
 
//Enters sleep mode 
void sleep_routine(void) { 
 
 INTCONbits.RBIE = 0; 
 WDTCONbits.SWDTEN = 0; 
 Delay10KTCYx(20); 
 sleeping = 1; 
 Sleep(); 
}  
 
//Initializes settings variables from EEPROM 
void init_settings(void){ 
  
 PROFILE = EEPROM_read(ADDRESS_PROFILE); 
 if (PROFILE == 1){ 
  PROFILE_START = PROFILE_1_START; 
 } 
 else if (PROFILE == 2){ 
  PROFILE_START = PROFILE_2_START; 
 } 
 else if (PROFILE == 3){ 
  PROFILE_START = PROFILE_3_START; 
 } 
 else if (PROFILE == 4){ 
  PROFILE_START = PROFILE_4_START; 
 } 
 else if (PROFILE == 5){ 
  PROFILE_START = PROFILE_5_START; 
 } 
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 FIRE_COARSE = EEPROM_read((PROFILE_START + 
ADDRESS_FIRE_COARSE)); 
 FIRE_FINE = EEPROM_read((PROFILE_START + 
ADDRESS_FIRE_FINE)); 
 FIRE_MODE = EEPROM_read((PROFILE_START + 
ADDRESS_FIRE_MODE)); 
 GAME_TIMER_COARSE = EEPROM_read((PROFILE_START + 
ADDRESS_GAME_TIMER_COARSE)); 
 GAME_TIMER_FINE = EEPROM_read((PROFILE_START + 
ADDRESS_GAME_TIMER_FINE)); 
 CUSTOM_RAMPING_START = EEPROM_read((PROFILE_START + 
ADDRESS_CUSTOM_RAMPING_START)); 
 CUSTOM_RAMPING_PERCENT = EEPROM_read((PROFILE_START + 
ADDRESS_CUSTOM_RAMPING_PERCENT)); 
 INITIAL_DEBOUNCE = EEPROM_read((PROFILE_START + 
ADDRESS_INITIAL_DEBOUNCE)); 
 ANTI_MECHANICAL_BOUNCE = EEPROM_read((PROFILE_START + 
ADDRESS_ANTI_MECHANICAL_BOUNCE)); 
 FIRE_CYCLE_DEBOUNCE = EEPROM_read((PROFILE_START + 
ADDRESS_FIRE_CYCLE_DEBOUNCE)); 
 DWELL = EEPROM_read((PROFILE_START + ADDRESS_DWELL)); 
 ANTI_BOLT_STICK = EEPROM_read((PROFILE_START + 
ADDRESS_ANTI_BOLT_STICK)); 
 BIP_DELAY = EEPROM_read((PROFILE_START + 
ADDRESS_BIP_DELAY)); 
 EYE_MODE = EEPROM_read((PROFILE_START + 
ADDRESS_EYE_MODE)); 
 PSPM_SEMI = EEPROM_read((PROFILE_START + 
ADDRESS_PSPM_SEMI)); 
 PSPM_RESET = EEPROM_read((PROFILE_START + 
ADDRESS_PSPM_RESET)); 
 AUTO_OFF = EEPROM_read(ADDRESS_AUTO_OFF); 
  
 pointone = 0.1; 
 bps_double = (double)FIRE_COARSE; 
 bps_double = bps_double + ((double)FIRE_FINE * 
pointone); 
 fire_sequence_time_d = (((double)1)/bps_double); 
 fire_sequence_time_d = fire_sequence_time_d * 10000; 
 fire_sequence_time = (long)fire_sequence_time_d; 
 fire_sequence_time_adjusted = (fire_sequence_time - 
INITIAL_DEBOUNCE - ANTI_MECHANICAL_BOUNCE - (DWELL*10)); 
 if (FIRE_COARSE == 0){ 
  //fire_sequence_time = 0; 
 }  
 if (FIRE_MODE == 8){ 
  burst_on = 1; 
 } 
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 if ((FIRE_MODE > 1) && (FIRE_MODE < 7)) { 
  TIMER1_EN = 1; 
  TIMER1_ON = 1; 
 }  
 
}  
 
//Sends data via serial for the RF transceiver 
void RF_send(unsigned char data){ 
 
 TXREG = data; 
 Delay10KTCYx(5); 
}  
 
//Broadcasts the relevant settings (max rate of fire and 
fire mode) via RF 
void broadcast_RF(void){ 
  
 FIRE_COARSE_RF = FIRE_COARSE; 
 FIRE_FINE_RF = FIRE_FINE; 
 FIRE_MODE_RF = FIRE_MODE; 
  
 SPBRGH = 0b00000000; //these registers help set baud 
rate (4800) 
 SPBRG = 0b00011001; 
  
 initialize_RF(); 
  
 RF_send(0xA4); 
 RF_send(0x09); //9 bytes 
 RF_send(0x4E); //broadcast 
 RF_send(0x00); 
 RF_send(FIRE_COARSE_RF); 
 RF_send(FIRE_FINE_RF); 
 RF_send(FIRE_MODE_RF); 
 RF_send(0xB5); 
 RF_send(0xB5); 
 RF_send(0xB5); 
 RF_send(0xB5); 
 RF_send(0xB5); 
 RF_send(0xA4 ^ 0x09 ^ 0x4E ^ FIRE_COARSE_RF ^ 
FIRE_FINE_RF ^ FIRE_MODE_RF ^ 0xB5); 
 
}  
 
//Sends data via serial for the LCD 
void LCD_send(unsigned char data){ 
 TXREG = data; 
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 Delay100TCYx(100); 
}  
 
//Displays the "EYES BLOCKED" message 
//Sent as separate characters because for some reason 
strings are broken (see display_menu function) 
void LCD_eyes_blocked(void){ 
 LCD_send(0xFE); 
 LCD_send(0x01); 
 LCD_send('E'); 
 LCD_send('Y'); 
 LCD_send('E'); 
 LCD_send('S'); 
 LCD_send(0x20); //space 
 LCD_send('B'); 
 LCD_send('L'); 
 LCD_send('O'); 
 LCD_send('C'); 
 LCD_send('K'); 
 LCD_send('E'); 
 LCD_send('D'); 
}  
 
//Displays the "EYES UNBLOCKED" message 
void LCD_eyes_unblocked(void){ 
  
 LCD_send(0xFE); 
 LCD_send(0x01); 
 LCD_send('E'); 
 LCD_send('Y'); 
 LCD_send('E'); 
 LCD_send('S'); 
 LCD_send(0x20); //space 
 LCD_send('U'); 
 LCD_send('N'); 
 LCD_send('B'); 
 LCD_send('L'); 
 LCD_send('O'); 
 LCD_send('C'); 
 LCD_send('K'); 
 LCD_send('E'); 
 LCD_send('D'); 
  
}  
 
//Initializes RF chip with necessary settings 
void initialize_RF(void){ 
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 //system reset 
 RF_send(0xA4); 
 RF_send(0x01); 
 RF_send(0x4A); 
 RF_send(0x00); 
 RF_send(0xEF); 
  
 //assign channel 0, id=0x10 transmit, network #0 
  
 RF_send(0xA4); 
 RF_send(0x03); 
 RF_send(0x42); 
 RF_send(0x00); 
 RF_send(0x10); 
 RF_send(0x00); 
 RF_send(0xF5); 
  
 //set channel id, device#=1, device type id = 1, trans 
type = 1 
 RF_send(0xA4); 
 RF_send(0x05); 
 RF_send(0x51); 
 RF_send(0x00); 
 RF_send(0x01); 
 RF_send(0x00); 
 RF_send(0x01); 
 RF_send(0x01); 
 RF_send(0xF1); 
  
 //set channel period to 4hz 
 RF_send(0xA4); 
 RF_send(0x03); 
 RF_send(0x43); 
 RF_send(0x00); 
 RF_send(0x00); 
 RF_send(0x20); 
 RF_send(0xC4); 
  
 //set channel rf freq 
 RF_send(0xA4); 
 RF_send(0x02); 
 RF_send(0x45); 
 RF_send(0x00); 
 RF_send(0x42); 
 RF_send(0xA1); 
  
 //open channel 
 RF_send(0xA4); 
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 RF_send(0x01); 
 RF_send(0x4B); 
 RF_send(0x00); 
 RF_send(0xEE); 
 
} 
 
//Used to send a whole string to the LCD, starting at 
position 1 
void LCD_string(char *data, char length) { 
  
 for (i=0;i<length;i++){ 
  LCD_send(data[i]); 
 } 
}  
 
//Used to send a whole string to the LCD, starting at the 
specified position 
void LCD_string_position(char position, char *data, char 
length) { 
  
 if (position >= 0) { 
  LCD_send(0xFE); 
  LCD_send(0x80 + position); 
 } 
 else { 
  LCD_send(0xFE); 
  LCD_send(0x01); 
 } 
  
 for (i=0;i<length;i++){ 
  LCD_send(data[i]); 
 } 
  
}     
 
//Handles menu mode functionality 
void menu_mode(void) { 
 
 EYES_ENABLE = 0; 
 menu_mode_flag = 1; 
 current_setting = 0; 
 INTCONbits.INT0IF = 0; 
 INTCONbits.INT0IE = 1; 
  
 Delay10KTCYx(200); 
 Delay10KTCYx(200); 
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 LCD_send(0xFE); 
 LCD_send(0x01); 
 LCD_send('M'); 
 LCD_send('E'); 
 LCD_send('N'); 
 LCD_send('U'); 
 LCD_send(0x20); //space 
 LCD_send('M'); 
 LCD_send('O'); 
 LCD_send('D'); 
 LCD_send('E'); 
  
 //Keep "MENU MODE" on the LCD for 2 seconds 
 Delay10KTCYx(200); 
 Delay10KTCYx(200); 
  
 display_menu(0); 
  
 while(1) { 
  if (PORTBbits.RB7){ 
   if (menu_mode_edit == 0){ 
    LCD_send(0xFE); 
    LCD_send(0x01); 
    LCD_send('E'); 
    LCD_send('D'); 
    LCD_send('I'); 
    LCD_send('T'); 
    Delay10KTCYx(200); 
    menu_mode_edit = 1; 
    display_menu(current_setting); 
   } 
   else{ 
    LCD_send(0xFE); 
    LCD_send(0x01); 
    LCD_send('S'); 
    LCD_send('A'); 
    LCD_send('V'); 
    LCD_send('E'); 
    Delay10KTCYx(200); 
    menu_mode_edit = 0; 
    save_setting(current_setting); 
    display_menu(current_setting); 
   } 
  }    
 }  
}  
 
/* Displays menu mode information on the LCD 
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 Had to add chars to the strings (char arrays) 
separately because the PIC apparently 
 does not support creating and initializing a string in 
any way. 
*/ 
void display_menu(char setting) { 
  
 char buf[5]; 
 char len; 
 char LCD_char[30]; 
  
 switch (setting) { 
  case 0: 
   LCD_char[0] = 'F'; 
   LCD_char[1] = 'I'; 
   LCD_char[2] = 'R'; 
   LCD_char[3] = 'E'; 
   LCD_char[4] = ' '; 
   LCD_char[5] = 'C'; 
   LCD_char[6] = 'O'; 
   LCD_char[7] = 'A'; 
   LCD_char[8] = 'R'; 
   LCD_char[9] = 'S'; 
   LCD_char[10] = 'E'; 
   LCD_string_position(-1, LCD_char, 11); 
   if (FIRE_COARSE >= 10) { 
    len = 2; 
   } 
   else { 
    len = 1; 
   } 
   itoa(FIRE_COARSE, LCD_char, 10); 
   LCD_string_position(64, LCD_char, len); 
   LCD_send('.'); 
   itoa(FIRE_FINE, LCD_char, 10); 
   LCD_string(LCD_char, 1); 
   break; 
  case 1: 
   LCD_char[0] = 'F'; 
   LCD_char[1] = 'I'; 
   LCD_char[2] = 'R'; 
   LCD_char[3] = 'E'; 
   LCD_char[4] = ' '; 
   LCD_char[5] = 'F'; 
   LCD_char[6] = 'I'; 
   LCD_char[7] = 'N'; 
   LCD_char[8] = 'E'; 
   LCD_string_position(-1, LCD_char, 9); 
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   if (FIRE_COARSE >= 10) { 
    len = 2; 
   } 
   else { 
    len = 1; 
   } 
   itoa(FIRE_COARSE, LCD_char, 10); 
   LCD_string_position(64, LCD_char, len); 
   LCD_send('.'); 
   itoa(FIRE_FINE, LCD_char, 10); 
   LCD_string(LCD_char, 1); 
   break; 
  case 2: 
   LCD_char[0] = 'F'; 
   LCD_char[1] = 'I'; 
   LCD_char[2] = 'R'; 
   LCD_char[3] = 'E'; 
   LCD_char[4] = ' '; 
   LCD_char[5] = 'M'; 
   LCD_char[6] = 'O'; 
   LCD_char[7] = 'D'; 
   LCD_char[8] = 'E'; 
   LCD_string_position(-1, LCD_char, 9); 
   itoa(FIRE_MODE, LCD_char, 10); 
   LCD_string_position(64, LCD_char, 1); 
   break; 
  case 3: 
   LCD_char[0] = 'G'; 
   LCD_char[1] = 'A'; 
   LCD_char[2] = 'M'; 
   LCD_char[3] = 'E'; 
   LCD_char[4] = ' '; 
   LCD_char[5] = 'T'; 
   LCD_char[6] = 'I'; 
   LCD_char[7] = 'M'; 
   LCD_char[8] = 'E'; 
   LCD_char[9] = 'R'; 
   LCD_char[10] = ' '; 
   LCD_char[11] = 'C'; 
   LCD_string_position(-1, LCD_char, 12); 
   if (GAME_TIMER_COARSE >= 10) { 
    len = 2; 
   } 
   else { 
    len = 1; 
   } 
   itoa(GAME_TIMER_COARSE, LCD_char, 10); 
   LCD_string_position(64, LCD_char, len); 
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   LCD_send(':'); 
   itoa(GAME_TIMER_FINE, LCD_char, 10); 
   LCD_string(LCD_char, 1); 
   LCD_send('0'); 
   break; 
  case 4: 
   LCD_char[0] = 'G'; 
   LCD_char[1] = 'A'; 
   LCD_char[2] = 'M'; 
   LCD_char[3] = 'E'; 
   LCD_char[4] = ' '; 
   LCD_char[5] = 'T'; 
   LCD_char[6] = 'I'; 
   LCD_char[7] = 'M'; 
   LCD_char[8] = 'E'; 
   LCD_char[9] = 'R'; 
   LCD_char[10] = ' '; 
   LCD_char[11] = 'F'; 
   LCD_string_position(-1, LCD_char, 12); 
   if (GAME_TIMER_COARSE >= 10) { 
    len = 2; 
   } 
   else { 
    len = 1; 
   } 
   itoa(GAME_TIMER_COARSE, LCD_char, 10); 
   LCD_string_position(64, LCD_char, len); 
   LCD_send(':'); 
   itoa(GAME_TIMER_FINE, LCD_char, 10); 
   LCD_string(LCD_char, 1); 
   LCD_send('0'); 
   break; 
  case 5: 
   LCD_char[0] = 'C'; 
   LCD_char[1] = 'U'; 
   LCD_char[2] = 'S'; 
   LCD_char[3] = 'T'; 
   LCD_char[4] = 'O'; 
   LCD_char[5] = 'M'; 
   LCD_char[6] = ' '; 
   LCD_char[7] = 'R'; 
   LCD_char[8] = 'A'; 
   LCD_char[9] = 'M'; 
   LCD_char[10] = 'P'; 
   LCD_char[11] = 'I'; 
   LCD_char[12] = 'N'; 
   LCD_char[13] = 'G'; 
   LCD_char[14] = ' '; 
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   LCD_char[15] = 'S'; 
   LCD_string_position(-1, LCD_char, 16); 
   if (CUSTOM_RAMPING_START >= 10) { 
    len = 2; 
   } 
   else { 
    len = 1; 
   } 
   itoa(CUSTOM_RAMPING_START, LCD_char, 10); 
   LCD_string_position(64, LCD_char, len); 
   break; 
  case 6: 
   LCD_char[0] = 'C'; 
   LCD_char[1] = 'U'; 
   LCD_char[2] = 'S'; 
   LCD_char[3] = 'T'; 
   LCD_char[4] = 'O'; 
   LCD_char[5] = 'M'; 
   LCD_char[6] = ' '; 
   LCD_char[7] = 'R'; 
   LCD_char[8] = 'A'; 
   LCD_char[9] = 'M'; 
   LCD_char[10] = 'P'; 
   LCD_char[11] = 'I'; 
   LCD_char[12] = 'N'; 
   LCD_char[13] = 'G'; 
   LCD_char[14] = ' '; 
   LCD_char[15] = '%'; 
   LCD_string_position(-1, LCD_char, 16); 
   if (CUSTOM_RAMPING_PERCENT >= 10) { 
    len = 2; 
   } 
   else { 
    len = 1; 
   } 
   itoa(CUSTOM_RAMPING_PERCENT, LCD_char, 10); 
   LCD_string_position(64, LCD_char, len); 
   LCD_send('0'); 
   LCD_send('%'); 
   break; 
  case 7: 
   LCD_char[0] = 'I'; 
   LCD_char[1] = 'N'; 
   LCD_char[2] = 'I'; 
   LCD_char[3] = 'T'; 
   LCD_char[4] = 'I'; 
   LCD_char[5] = 'A'; 
   LCD_char[6] = 'L'; 
	   103	  
   LCD_char[7] = ' '; 
   LCD_char[8] = 'D'; 
   LCD_char[9] = 'E'; 
   LCD_char[10] = 'B'; 
   LCD_char[11] = 'O'; 
   LCD_char[12] = 'U'; 
   LCD_char[13] = 'N'; 
   LCD_char[14] = 'C'; 
   LCD_char[15] = 'E'; 
   LCD_string_position(-1, LCD_char, 16); 
   if (INITIAL_DEBOUNCE >= 100) { 
    len = 3; 
   } 
   else if (INITIAL_DEBOUNCE >= 10) { 
    len = 2; 
   } 
   else { 
    len = 1; 
   } 
   itoa(INITIAL_DEBOUNCE, LCD_char, 10); 
   LCD_string_position(64, LCD_char, len);  
   break; 
  case 8: 
   LCD_char[0] = 'A'; 
   LCD_char[1] = 'N'; 
   LCD_char[2] = 'T'; 
   LCD_char[3] = 'I'; 
   LCD_char[4] = ' '; 
   LCD_char[5] = 'M'; 
   LCD_char[6] = 'E'; 
   LCD_char[7] = 'C'; 
   LCD_char[8] = 'H'; 
   LCD_char[9] = 'A'; 
   LCD_char[10] = 'N'; 
   LCD_char[11] = 'I'; 
   LCD_char[12] = 'C'; 
   LCD_char[13] = 'A'; 
   LCD_char[14] = 'L'; 
   LCD_string_position(-1, LCD_char, 15); 
   if (ANTI_MECHANICAL_BOUNCE >= 100) { 
    len = 3; 
   } 
   else if (ANTI_MECHANICAL_BOUNCE >= 10) { 
    len = 2; 
   } 
   else { 
    len = 1; 
   } 
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   itoa(ANTI_MECHANICAL_BOUNCE, LCD_char, 10); 
   LCD_string_position(64, LCD_char, len);  
   break; 
  case 9: 
   LCD_char[0] = 'D'; 
   LCD_char[1] = 'W'; 
   LCD_char[2] = 'E'; 
   LCD_char[3] = 'L'; 
   LCD_char[4] = 'L'; 
   LCD_string_position(-1, LCD_char, 5); 
   if (DWELL >= 10) { 
    len = 2; 
   } 
   else { 
    len = 1; 
   } 
   itoa(DWELL, LCD_char, 10); 
   LCD_string_position(64, LCD_char, len); 
   break; 
  case 10: 
   LCD_char[0] = 'A'; 
   LCD_char[1] = 'N'; 
   LCD_char[2] = 'T'; 
   LCD_char[3] = 'I'; 
   LCD_char[4] = ' '; 
   LCD_char[5] = 'B'; 
   LCD_char[6] = 'O'; 
   LCD_char[7] = 'L'; 
   LCD_char[8] = 'T'; 
   LCD_char[9] = ' '; 
   LCD_char[10] = 'S'; 
   LCD_char[11] = 'T'; 
   LCD_char[12] = 'I'; 
   LCD_char[13] = 'C'; 
   LCD_char[14] = 'K'; 
   LCD_string_position(-1, LCD_char, 15); 
   itoa(ANTI_BOLT_STICK, LCD_char, 10); 
   LCD_string_position(64, LCD_char, 1); 
   break; 
  case 11: 
   LCD_char[0] = 'B'; 
   LCD_char[1] = 'I'; 
   LCD_char[2] = 'P'; 
   LCD_char[3] = ' '; 
   LCD_char[4] = 'D'; 
   LCD_char[5] = 'E'; 
   LCD_char[6] = 'L'; 
   LCD_char[7] = 'A'; 
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   LCD_char[8] = 'Y'; 
   LCD_string_position(-1, LCD_char, 9); 
   if (BIP_DELAY >= 100) { 
    len = 3; 
   } 
   else if (BIP_DELAY >= 10) { 
    len = 2; 
   } 
   else { 
    len = 1; 
   } 
   itoa(BIP_DELAY, LCD_char, 10); 
   LCD_string_position(64, LCD_char, len);  
   break; 
  case 12: 
   LCD_char[0] = 'E'; 
   LCD_char[1] = 'Y'; 
   LCD_char[2] = 'E'; 
   LCD_char[3] = ' '; 
   LCD_char[4] = 'M'; 
   LCD_char[5] = 'O'; 
   LCD_char[6] = 'D'; 
   LCD_char[7] = 'E'; 
   LCD_string_position(-1, LCD_char, 8); 
   itoa(EYE_MODE, LCD_char, 10); 
   LCD_string_position(64, LCD_char, 1); 
   break; 
  case 13: 
   LCD_char[0] = 'P'; 
   LCD_char[1] = 'S'; 
   LCD_char[2] = 'P'; 
   LCD_char[3] = 'M'; 
   LCD_char[4] = ' '; 
   LCD_char[5] = 'S'; 
   LCD_char[6] = 'E'; 
   LCD_char[7] = 'M'; 
   LCD_char[8] = 'I'; 
   LCD_string_position(-1, LCD_char, 9); 
   itoa(PSPM_SEMI, LCD_char, 10); 
   LCD_string_position(64, LCD_char, 1); 
   break; 
  case 14: 
   LCD_char[0] = 'P'; 
   LCD_char[1] = 'S'; 
   LCD_char[2] = 'P'; 
   LCD_char[3] = 'M'; 
   LCD_char[4] = ' '; 
   LCD_char[5] = 'R'; 
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   LCD_char[6] = 'E'; 
   LCD_char[7] = 'S'; 
   LCD_char[8] = 'E'; 
   LCD_char[9] = 'T'; 
   LCD_string_position(-1, LCD_char, 10); 
   if (PSPM_RESET >= 10) { 
    len = 2; 
   } 
   else { 
    len = 1; 
   } 
   itoa(PSPM_RESET, LCD_char, 10); 
   LCD_string_position(64, LCD_char, len); 
   break; 
  case 15: 
   LCD_char[0] = 'A'; 
   LCD_char[1] = 'U'; 
   LCD_char[2] = 'T'; 
   LCD_char[3] = 'O'; 
   LCD_char[4] = ' '; 
   LCD_char[5] = 'O'; 
   LCD_char[6] = 'F'; 
   LCD_char[7] = 'F'; 
   LCD_string_position(-1, LCD_char, 8); 
   if (AUTO_OFF >= 10) { 
    len = 2; 
   } 
   else { 
    len = 1; 
   } 
   itoa(AUTO_OFF, LCD_char, 10); 
   LCD_string_position(64, LCD_char, len); 
   break; 
  case 16: 
   LCD_char[0] = 'S'; 
   LCD_char[1] = 'H'; 
   LCD_char[2] = 'O'; 
   LCD_char[3] = 'T'; 
   LCD_char[4] = ' '; 
   LCD_char[5] = 'C'; 
   LCD_char[6] = 'O'; 
   LCD_char[7] = 'U'; 
   LCD_char[8] = 'N'; 
   LCD_char[9] = 'T'; 
   LCD_char[10] = 'E'; 
   LCD_char[11] = 'R'; 
   LCD_string_position(-1, LCD_char, 12); 
   if (SHOT_COUNTER >= 10000000) { 
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    len = 8; 
   } 
   else if (SHOT_COUNTER >= 1000000) { 
    len = 7; 
   } 
   else if (SHOT_COUNTER >= 100000) { 
    len = 6; 
   } 
   else if (SHOT_COUNTER >= 10000) { 
    len = 5; 
   } 
   else if (SHOT_COUNTER >= 1000) { 
    len = 4; 
   } 
   else if (SHOT_COUNTER >= 100) { 
    len = 3; 
   }   
   if (SHOT_COUNTER >= 10) { 
    len = 2; 
   } 
   else { 
    len = 1; 
   } 
   itoa(SHOT_COUNTER, LCD_char, 10); 
   LCD_string_position(64, LCD_char, len); 
   break; 
  case 17: 
   LCD_char[0] = 'P'; 
   LCD_char[1] = 'R'; 
   LCD_char[2] = 'O'; 
   LCD_char[3] = 'F'; 
   LCD_char[4] = 'I'; 
   LCD_char[5] = 'L'; 
   LCD_char[6] = 'E'; 
   LCD_string_position(-1, LCD_char, 7); 
   itoa(PROFILE, LCD_char, 10); 
   LCD_string_position(64, LCD_char, 1); 
   break; 
 }   
}  
 
//Increases the setting by 1. Since there is no numerical 
input, this is how 
//users modify settings 
void increment_setting(char setting){ 
  
 switch (setting) { 
  case 0: 
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   if (FIRE_COARSE == 0){ 
    FIRE_COARSE = 5; 
   } 
   else if (FIRE_COARSE == 30){ 
    FIRE_COARSE = 0; 
   } 
   else{ 
    FIRE_COARSE = FIRE_COARSE + 1; 
   } 
    
   break;     
  case 1: 
   if (FIRE_FINE == 9){ 
    FIRE_FINE = 0; 
   } 
   else{  
    FIRE_FINE = FIRE_FINE + 1; 
   } 
   break;  
  case 2: 
   if (FIRE_MODE == 9){ 
    FIRE_MODE = 0; 
   } 
   else{  
    FIRE_MODE = FIRE_MODE + 1; 
   } 
   break; 
  case 3: 
   if (GAME_TIMER_COARSE == 20){ 
    GAME_TIMER_COARSE = 1; 
   } 
   else{ 
    GAME_TIMER_COARSE = GAME_TIMER_COARSE + 
1; 
   }   
   break; 
  case 4: 
   if (GAME_TIMER_FINE == 5){ 
    GAME_TIMER_FINE = 0; 
   } 
   else{  
    GAME_TIMER_FINE = GAME_TIMER_FINE + 1; 
   } 
   break;  
  case 5: 
   if (CUSTOM_RAMPING_START == 15){ 
    CUSTOM_RAMPING_START = 3; 
   } 
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   else{ 
    CUSTOM_RAMPING_START = 
CUSTOM_RAMPING_START + 1; 
   } 
   break; 
  case 6: 
   if (CUSTOM_RAMPING_PERCENT == 50){ 
    CUSTOM_RAMPING_PERCENT = 1; 
   } 
   else{ 
    CUSTOM_RAMPING_PERCENT = 
CUSTOM_RAMPING_PERCENT + 1; 
   } 
   break;   
  case 7: 
   if (INITIAL_DEBOUNCE == 250){ 
    INITIAL_DEBOUNCE = 1; 
   } 
   else{ 
    INITIAL_DEBOUNCE = INITIAL_DEBOUNCE + 
1; 
   } 
   break;   
  case 8: 
   if (ANTI_MECHANICAL_BOUNCE == 250){ 
    ANTI_MECHANICAL_BOUNCE = 1; 
   } 
   else{ 
    ANTI_MECHANICAL_BOUNCE = 
ANTI_MECHANICAL_BOUNCE + 1; 
   } 
   break;    
  case 9: 
   if (DWELL == 30){ 
    DWELL = 2; 
   } 
   else{ 
    DWELL = DWELL + 1; 
   } 
   break;   
  case 10: 
   if (ANTI_BOLT_STICK == 0){ 
    ANTI_BOLT_STICK = 1; 
   } 
   else{ 
    ANTI_BOLT_STICK = 0; 
   } 
   break;   
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  case 11: 
   if (BIP_DELAY == 100){ 
    BIP_DELAY = 5; 
   } 
   else{ 
    BIP_DELAY = BIP_DELAY + 1; 
   } 
   break;   
  case 12: 
   if (EYE_MODE == 2){ 
    EYE_MODE = 0; 
   } 
   else{ 
    EYE_MODE = EYE_MODE + 1; 
   } 
   break; 
  case 13: 
   if (PSPM_SEMI == 5){ 
    PSPM_SEMI = 2; 
   } 
   else{ 
    PSPM_SEMI = PSPM_SEMI + 1; 
   } 
   break; 
  case 14: 
   if (PSPM_RESET == 30){ 
    PSPM_RESET = 5; 
   } 
   else{ 
    PSPM_RESET = PSPM_RESET + 1; 
   } 
   break; 
  case 15: 
   if (AUTO_OFF == 60){ 
    AUTO_OFF = 1; 
   } 
   else{ 
    AUTO_OFF = AUTO_OFF + 1; 
   } 
   break; 
  case 17: 
   if (PROFILE == 5){ 
    PROFILE = 1; 
   } 
   else{ 
    PROFILE = PROFILE + 1; 
   } 
   break;   
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 }   
    
 display_menu(setting); 
}  
 
//Saves a modified setting to EEPROM 
void save_setting(char setting) { 
 
 if (PROFILE == 1){ 
  PROFILE_START = PROFILE_1_START; 
 } 
 else if (PROFILE == 2){ 
  PROFILE_START = PROFILE_2_START; 
 } 
 else if (PROFILE == 3){ 
  PROFILE_START = PROFILE_3_START; 
 } 
 else if (PROFILE == 4){ 
  PROFILE_START = PROFILE_4_START; 
 } 
 else if (PROFILE == 5){ 
  PROFILE_START = PROFILE_5_START; 
 } 
  
 switch (setting) { 
  case 0: 
   EEPROM_write((PROFILE_START + 
ADDRESS_FIRE_COARSE), FIRE_COARSE); 
   break; 
  case 1: 
   EEPROM_write((PROFILE_START + 
ADDRESS_FIRE_FINE), FIRE_FINE); 
   break; 
  case 2: 
   EEPROM_write((PROFILE_START + 
ADDRESS_FIRE_MODE), FIRE_MODE); 
   break; 
  case 3: 
   EEPROM_write((PROFILE_START + 
ADDRESS_GAME_TIMER_COARSE), GAME_TIMER_COARSE); 
   break; 
  case 4: 
   EEPROM_write((PROFILE_START + 
ADDRESS_GAME_TIMER_FINE), GAME_TIMER_FINE); 
   break; 
  case 5: 
   EEPROM_write((PROFILE_START + 
ADDRESS_CUSTOM_RAMPING_START), CUSTOM_RAMPING_START); 
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   break; 
  case 6: 
   EEPROM_write((PROFILE_START + 
ADDRESS_CUSTOM_RAMPING_PERCENT), CUSTOM_RAMPING_PERCENT); 
   break; 
  case 7: 
   EEPROM_write((PROFILE_START + 
ADDRESS_INITIAL_DEBOUNCE), INITIAL_DEBOUNCE); 
   break; 
  case 8: 
   EEPROM_write((PROFILE_START + 
ADDRESS_ANTI_MECHANICAL_BOUNCE), ANTI_MECHANICAL_BOUNCE); 
   break; 
  case 9: 
   EEPROM_write((PROFILE_START + 
ADDRESS_DWELL), DWELL); 
   break; 
  case 10: 
   EEPROM_write((PROFILE_START + 
ADDRESS_ANTI_BOLT_STICK), ANTI_BOLT_STICK); 
   break; 
  case 11: 
   EEPROM_write((PROFILE_START + 
ADDRESS_BIP_DELAY), BIP_DELAY); 
   break; 
  case 12: 
   EEPROM_write((PROFILE_START + 
ADDRESS_EYE_MODE), EYE_MODE); 
   break; 
  case 13: 
   EEPROM_write((PROFILE_START + 
ADDRESS_PSPM_SEMI), PSPM_SEMI); 
   break; 
  case 14: 
   EEPROM_write((PROFILE_START + 
ADDRESS_PSPM_RESET), PSPM_RESET); 
   break; 
  case 15: 
   EEPROM_write(ADDRESS_AUTO_OFF, AUTO_OFF); 
   break; 
  case 17: 
   EEPROM_write(ADDRESS_PROFILE, PROFILE); 
   init_settings(); 
   break; 
 }   
}  
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Appendix	  B:	  PBSettings.h	  
#ifndef PBSETTINGS 
#define PBSETTINGS 
 
#define DEFAULT_FIRE_COARSE 20 //bps, 0 = unlimited fire 
rate, 5-30 
#define DEFAULT_FIRE_FINE 0 // 0.1 bps, 0-9 
#define DEFAULT_FIRE_MODE 8 //0 = semi-auto unlimited, 1 = 
semi-auto adjustable, 2 = PSP ramping, 3 = PSP burst, 4 = 
NXL full-auto, 5 = Millenium ramping, 6 = custom ramping, 7 
= auto-response, 8 = burst, 9 = full auto 
#define DEFAULT_GAME_TIMER_COARSE 5 //minutes, 1-20 
#define DEFAULT_GAME_TIMER_FINE 0 //seconds x10, 0-5 
#define DEFAULT_CUSTOM_RAMPING_START 7 //how many bps the 
ramping starts at, 3-15 
#define DEFAULT_CUSTOM_RAMPING_PERCENT 5 //percent x10 bps 
added when ramping, 1-50 
#define DEFAULT_INITIAL_DEBOUNCE 50 //initial debounce 
delay (ms x 0.1), 1-250 
#define DEFAULT_ANTI_MECHANICAL_BOUNCE 30 //delay after 
dwell (ms x 0.1), 1-250 
#define DEFAULT_FIRE_CYCLE_DEBOUNCE 3 //percent x10 of fire 
cycle that must be completed before another shot is 
registered, 0-10 
#define DEFAULT_DWELL 10 //how long the dwell stays open 
(ms), 2-30 
#define DEFAULT_ANTI_BOLT_STICK 0 //adds time to dwell 
based on inactivity (1 on, 0 off) 
#define DEFAULT_BIP_DELAY 10 //delay after eyes are blocked 
(ms x 0.1), 5-100 
#define DEFAULT_EYE_MODE 0 //0 = regular, 1 = forced, 2 = 
delayed 
#define DEFAULT_PSPM_SEMI 3 //how many shots before going 
into ramping, 2-5 
#define DEFAULT_PSPM_RESET 10 //inactivity time before PSPM 
ramping turns off (s x 0.1), 5-30 
#define DEFAULT_AUTO_OFF 10 //minutes of inactivity before 
marker is turned off, 1-60 
#define DEFAULT_SHOT_COUNTER 0 //counts shots, 0-16,777,215 
#define DEFAULT_PROFILE 1 //profile to use, 1-5 
 
#define PROFILE_1_START 0x00 
#define PROFILE_2_START 0x10 
#define PROFILE_3_START 0x20 
#define PROFILE_4_START 0x30 
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#define PROFILE_5_START 0x40 
 
#define ADDRESS_FIRE_COARSE 0x00 
#define ADDRESS_FIRE_FINE 0x01 
#define ADDRESS_FIRE_MODE 0x02 
#define ADDRESS_GAME_TIMER_COARSE 0x03 
#define ADDRESS_GAME_TIMER_FINE 0x04 
#define ADDRESS_CUSTOM_RAMPING_START 0x05 
#define ADDRESS_CUSTOM_RAMPING_PERCENT 0x06 
#define ADDRESS_INITIAL_DEBOUNCE 0x07 
#define ADDRESS_ANTI_MECHANICAL_BOUNCE 0x08 
#define ADDRESS_FIRE_CYCLE_DEBOUNCE 0x09 
#define ADDRESS_DWELL 0x0A 
#define ADDRESS_ANTI_BOLT_STICK 0x0B 
#define ADDRESS_BIP_DELAY 0x0C 
#define ADDRESS_EYE_MODE 0x0D 
#define ADDRESS_PSPM_SEMI 0x0E 
#define ADDRESS_PSPM_RESET 0x0F 
 
#define ADDRESS_AUTO_OFF 0x50 
#define ADDRESS_PROFILE 0x51 
#define ADDRESS_SHOT_COUNTER 0x52 //uses 3 bytes 
 
 
void reset_profile(unsigned char profile_start); 
 
#endif 
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Appendix	  C:	  BitDefs.h	  
#ifndef BITDEFS 
#define BITDEFS 
 
 
#define EYE_POWER_Pin LATBbits.LATB1 
#define EYE_POWER_Tris TRISBbits.TRISB1 
 
#define EYES_PIN PORTBbits.RB2 
#define EYES_INT INTCON3bits.INT2IF 
#define EYES_ENABLE INTCON3bits.INT2IE 
 
#define TIMER0_INT INTCONbits.TMR0IF 
#define TIMER0_ON T0CONbits.TMR0ON 
 
#define TIMER1_INT PIR1bits.TMR1IF 
#define TIMER1_EN PIE1bits.TMR1IE 
#define TIMER1_ON T1CONbits.TMR1ON 
 
#define LCD_A0 PORTAbits.RA0 
#define LCD_A0_TRIS TRISAbits.TRISA0 
 
#define LCD_OUT PORTCbits.RC7 
#define LCD_OUT_TRIS TRISCbits.TRISC7 
 
#define DWELL_OPEN LATAbits.LATA5 
 
#define SYNC_BYTE 0xA4 
 
#endif 
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Appendix	  D:	  main.py	  
import serial, sys, time, binascii 
from Tkinter import * 
#print sys.argv[1] 
 
 
def rfRead(port, numBytes): 
  commString = "" + port.name + ": " 
  r = port.read(1) 
  while binascii.b2a_hex(r) != "a4": 
    print "threw out garbage byte " + binascii.b2a_hex(r) 
    r = port.read(1) 
  commString = commString + binascii.b2a_hex(r) + ", " 
  for i in range(numBytes - 2): 
    r = port.read(1) 
    commString = commString + binascii.b2a_hex(r) + ", " 
  r = port.read(1) 
  commString = commString + binascii.b2a_hex(r) 
  print commString 
def initPort1(Port1): 
  #system reset 
  Port1.write(b'\xA4\x01\x4A\x00\xEF') 
   
  #assign channel 
  Port1.write(b'\xA4\x03\x42\x00\x00\x00\xE5') 
   
  rfRead(Port1, 7) 
   
  #set channel id 
  Port1.write(b'\xA4\x05\x51\x00\x00\x00\x00\x00\xF0') 
   
  rfRead(Port1, 7) 
   
  #set search timeout to 1min 
  Port1.write(b'\xA4\x02\x44\x00\x18\xFA') 
   
  rfRead(Port1, 7) 
   
  #set channel period 
  Port1.write(b'\xA4\x03\x43\x00\x00\x20\xC4') 
   
  rfRead(Port1, 7) 
   
  #set channel rf freq 
  Port1.write(b'\xA4\x02\x45\x00\x42\xA1') 
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  rfRead(Port1, 7) 
   
  #request channel id 
  #Port1.write(b'\xA4\x02\x4D\x00\x51\xBA') 
   
  #open channel 
  Port1.write(b'\xA4\x01\x4B\x00\xEE') 
   
  rfRead(Port1, 7) 
   
def initPort2(Port2): 
  #system reset 
  Port2.write(b'\xA4\x01\x4A\x00\xEF') 
   
  #assign channel 
  Port2.write(b'\xA4\x03\x42\x00\x10\x00\xF5') 
   
  rfRead(Port2, 7) 
   
  #set channel id 
  Port2.write(b'\xA4\x05\x51\x00\x01\x00\x01\x01\xF1') 
   
  rfRead(Port2, 7) 
   
  #set search timeout to 1min 
  #Port2.write(b'\xA4\x02\x44\x00\x18\xFA') 
   
  #rfRead(Port2, 7) 
   
  #set channel period 
  Port2.write(b'\xA4\x03\x43\x00\x00\x20\xC4') 
   
  rfRead(Port2, 7) 
   
  #set channel rf freq 
  Port2.write(b'\xA4\x02\x45\x00\x42\xA1') 
   
  rfRead(Port2, 7) 
   
  #open channel 
  Port2.write(b'\xA4\x01\x4B\x00\xEE') 
   
  rfRead(Port2, 7) 
   
  #broadcast data 
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Port2.write(b'\xA4\x09\x4E\x00\xB5\xB5\xB5\xB5\xB5\xB5\xB5\
xB5\xE3') 
   
  rfRead(Port2, 7) 
   
   
   
  #request channel id 
  #Port1.write(b'\xA4\x02\x4D\x00\x51\xBA') 
   
   
def addTemplate(): 
  #TODO: pop up new template box 
  #TODO: add template functionality 
  print "not implemented" 
   
def editTemplate(): 
  #TODO: pop up edit template box 
  print "not implemented" 
   
def getBoardSettings(): 
   
  port1 = "/dev/tty.usbserial-A800cAAu" 
  port2 = "/dev/tty.usbserial-00002006B" 
   
  Port1 = serial.Serial(port1, baudrate=4800, bytesize=8, 
parity='N', stopbits=1, timeout=1.5) 
  #Port2 = serial.Serial(port2, baudrate=4800, bytesize=8, 
parity='N', stopbits=1, timeout=1.5) 
   
  commString = "" 
  firstString = "empty" 
  secondString = "empty" 
  r = Port1.read(1) 
   
  for i in range(0,20): 
    while binascii.b2a_hex(r) != "a4": 
      print "threw out garbage bit " + binascii.b2a_hex(r) 
      r = Port1.read(1) 
    commString = binascii.b2a_hex(r) 
    r = Port1.read(1) 
    while binascii.b2a_hex(r) != "a4": 
      commString = commString + ", " + binascii.b2a_hex(r) 
      r = Port1.read(1) 
       
    print i 
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    print " " + firstString + " " + secondString + " " + 
commString 
     
    if ((commString != firstString) or (firstString == 
"empty")): 
      firstString = commString 
    elif ((commString != secondString) or (secondString == 
"empty")): 
      secondString = commString 
    else: 
      processComm(commString) 
      break 
   
   
def processComm(rxData): 
  rxBits = rxData.split(", ") 
  #Sync bit must be correct 
  if (rxBits[0] != "a4"): 
    return -1 
   
  #Must be broadcast message 
  if (rxBits[2] != "4e"): 
    return -1 
   
  currentRateOfFireInt = int(rxBits[4], 16) 
  currentRateOfFireDecimal = int(rxBits[5], 16) 
  currentRateOfFire = currentRateOfFireInt + (0.1 * 
currentRateOfFireDecimal) 
  currentFireMode = rxBits[6] 
   
  global rateOfFireVar 
  rateOfFireVar.set(str(currentRateOfFire)) 
   
  global fireModeVar 
  #switch on fire mode values and set fireModeVar 
  #Semi-auto unlimited: 10 
  #Semi-auto adjustable: 11 
  #psp ramping: 12 
  #psp burst: 13 
  #nxl full-auto: 14 
  #millenium ramping: 15 
  #custom ramping: 16 
  #Auto response: 17 
  #Burst: 18 
  #Full auto: 19 
   
  if currentFireMode == "00": 
    fireModeVar.set("Semi-auto Unlimited") 
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  if currentFireMode == "01": 
    fireModeVar.set("Semi-auto Adjustable") 
  if currentFireMode == "02": 
    fireModeVar.set("PSP Ramping") 
  if currentFireMode == "03": 
    fireModeVar.set("PSP Burst") 
  if currentFireMode == "04": 
    fireModeVar.set("NXL Full Auto") 
  if currentFireMode == "05": 
    fireModeVar.set("Millenium Ramping") 
  if currentFireMode == "06": 
    fireModeVar.set("Custom Ramping") 
  if currentFireMode == "07": 
    fireModeVar.set("Auto Response") 
  if currentFireMode == "08": 
    fireModeVar.set("Burst") 
  if currentFireMode == "09": 
    fireModeVar.set("Full Auto") 
     
  print "Rate of fire:" 
  print currentRateOfFire 
  print "Fire mode:" 
  print currentFireMode 
 
def Main(): 
  print "start.." 
  port1 = "/dev/tty.usbserial-A800cAAu" 
  port2 = "/dev/tty.usbserial-00002006B" 
 
 
  Port1 = serial.Serial(port1, baudrate=4800, bytesize=8, 
parity='N', stopbits=1, timeout=1.5) 
  #Port2 = serial.Serial(port2, baudrate=4800, bytesize=8, 
parity='N', stopbits=1, timeout=1.5) 
   
  #initPort2(Port2) 
   
  initPort1(Port1) 
   
  root = Tk() 
  root.title("Officials' Station") 
   
  Label(root, text="Max Rate of Fire", font=("Helvetica", 
26)).grid(row=0, padx=40, pady=20) 
  Label(root, text="Fire Mode", font=("Helvetica", 
26)).grid(row=0, column=1, padx=40, pady=20) 
   
  global rateOfFireVar 
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  rateOfFireVar = StringVar() 
  rateOfFireVar.set("N/A") 
  rateOfFireLabel = Label(root, textvariable=rateOfFireVar, 
font=("Helvetica", 26)) 
  rateOfFireLabel.grid(row=1) 
   
  global fireModeVar 
  fireModeVar = StringVar() 
  fireModeVar.set("N/A") 
  fireModeLabel = Label(root, textvariable=fireModeVar, 
font=("Helvetica", 26)) 
  fireModeLabel.grid(row=1, column=1) 
   
  Button(text="Get Settings", padx=20, pady=20, 
font=("Helvetica", 26), 
command=getBoardSettings).grid(row=2, column=0, 
columnspan=2, pady=20) 
   
  menubar = Menu(root) 
  templatemenu = Menu(menubar, tearoff=0) 
  templatemenu.add_command(label="Add Template", 
command=addTemplate) 
  templatemenu.add_command(label="Edit Template", 
command=editTemplate) 
  menubar.add_cascade(label="Templates", menu=templatemenu) 
  root.config(menu=menubar) 
   
  #getBoardSettings() 
   
  root.mainloop() 
 
 
if __name__ == '__main__': 
  Main() 
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Appendix	  E:	  Instructions	  for	  Compiling	  
The	  compiler	  used	  for	  the	  PIC18F2550	  code	  was	  the	  MPLAB	  IDE	  from	  Microchip	  Technology.	  For	  programming	  the	  PIC18F2550,	  the	  PICSTART	  Plus	  was	  used	  for	  most	  of	  the	  duration	  of	  the	  project.	  The	  PICkit	  3	  was	  also	  used	  near	  the	  end	  of	  the	  project.	  In	  order	  to	  compile	  this	  code	  and	  program	  the	  PIC18F2550,	  one	  must	  create	  a	  project	  with	  the	  C	  code	  and	  header	  files	  in	  MPLAB,	  build	  the	  project,	  and	  connect	  any	  compatible	  programmer	  (such	  as	  the	  two	  used	  for	  this	  project)	  in	  order	  to	  write	  the	  program	  onto	  the	  microcontroller.	  	  In	  order	  to	  compile	  and	  run	  the	  Python	  program,	  one	  must	  install	  Python	  2.6	  and	  simply	  open	  Python	  in	  the	  command	  line	  and	  enter	  the	  name	  of	  the	  file.	  Alternately,	  using	  a	  Python	  plug-­‐in	  for	  an	  integrated	  programming	  environment	  such	  as	  Eclipse	  is	  a	  common	  way	  of	  compiling	  and	  running	  Python	  code.
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