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Povzetek
V tem diplomskem delu je predstavljena izdelava dvoslednega vozila tipa 
segway. Delo obsega elektronsko realizacijo vozila, razlago programskega dela 
in tudi krajši opis mehanskega dela realizacije. V delu bomo opisali določene 
komponente in kako posamezna komponenta služi k uspešnemu delovanju 
vozila. Za glavni krmilni modul, ki bo bral vrednost senzorja kotne hitrosti oz. 
žiroskop, bomo uporabili krmilni komplet MIŠKO. Pogon motorjev bomo izvedli z 
PWM signalom, katerega bo proizvajal krmilni modul. Motorje bomo poganjali z 
močnostnim krmilnim vezjem za motorje, ki bo pretvoril te pulzirajoče signale v 
močnostni signal za motorje. Smer vožnje bo možno določiti preko krmilne 
ročke, ki bo pritrjena na potenciometer, s katerega bo komplet MIŠKO bral 
vrednost s konstantno analogno-digitalno pretvorbo. Ker bo MIŠKO komplet imel 
pri zagonu in ob vožnji veliko različnih operacij za izvesti, bomo pri izvedbi 
programa uporabili urnik opravil  'T0Cpp', katerega sem razvil že vnaprej.
Ključne besede: dvosledno vozilo, senzor kotne hitrosti, žiroskop, 
potenciometer, urnik opravil
Abstract
This thesis contains a description, pertaining to the production of a two-
track vehicle commonly reffered to as a segway. This thesis includes a 
description of the electrical part of the execution, a description of the vehicle's 
software and a brief description of the mechanicle part of the execution. We will 
delve into describing seperate components of the vehicle and how each included 
component is used in a successfull operation of said vehicle. We will be using the 
MIŠKO development board as our primary controller for our vehicle. This 
controller will read the vehicle's current angle rate from an angle rate sensor or 
gyroscope, as well as generate a PWM driving signal for the vehicle's motors. 
The PWM signal will be driven through to a high-power motor controller circuit, 
that will convert these low power signals to high power signals for the motors. 
The vehicle will feature a steering system, consisting of a steering stick attached 
to a variable resistor. The primary controll board will read the value of this 
resistor at a fixed rate through an analog to digital converter. As the MIŠKO 
development board will be required to perform many seperate operations as it 
starts up or is being driven, we will be using a task schedueler, which i have 
developed in advance.
Key words: two-track vehicle, angle rate sensor, gyroscope, variable 
resistor, task schedueler
1. Uvod
Danes obstaja veliko različnih izvedb vozil, ki bazirajo na konceptu inverznega 
nihala. Pri takšnih vozilih uporabnik vozila stoji na neki deski, ki stoji na enem ali na 
dveh kolesih, deska pa se lahko prosto vrti okoli osi koles ali kolesa. Medtem ko sta 
uporabnik in ploščat vozila v pravokotnem položaju glede na tla, vozilo stoji na miru 
in motorji ne storijo ničesar. Ko pa uporabnik spremeni položaj kota te deske, na 
kateri stoji (to stori s tem, da se nagne naprej ali nazaj),  se vozilo odzove s tem, da se 
pospeši v smer uporabnikovega nagiba. Vozilo pospešuje vrtenje motorjev, dokler ne 
izenači navor, ki je rezultat gravitacijskega pospeška in uporabnikove teže z navorom 
motorjev in s tem uravnoteži vozilo, da uporabnik ne pade.
Vsa ta vozila so derivati dvoslednega vozila segway, koncept takšnega vozila pa 
je sicer obstajal že pred razvojem in patentiranjem omenjenega vozila. To diplomsko 
delo je namenjeno raziskavi in razvoju preproste izvedbe takšnega vozila.
Diplomsko delo je sestavljeno iz treh delov. Prvi del je namenjen poglobitvi v 
zgodovino vozila in fizikalni koncept delovanja vozila kot inverzno nihalo. Drugi del se 
poglobi v izvedbo vozila in je razdeljen na tri poglavja: prvo opisuje mehanski del 
naloge, drugo poglavje je namenjeno električni izvedbi vozila in vključuje razlago 
kontrolnih signalov motorjev, zadnje poglavje pa je namenjeno programskem delu 
naloge. V tretjem delu so opisani rezultati in možne izboljšave vozila.
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2. Vozilo segway
2. 1 Fizikalna razlaga
Fizikalne principe vozila segway je možno interpretirati kot mobilno inverzno 
nihalo. Mobilno inverzno nihalo (angl. Mobile Inverted Pendulum, MIP) je fizikalni 
model inverznega nihala, ki sestoji iz osi, palice, ki je pritrjenega na to os in se lahko 
prosto suče okoli nje, in točkaste mase, pritrjene na drugi konec omenjene palice[2]. 
Pri mobilni izvedbi tega sistema je celoten model mobilen, torej ima pri osi nihala nek 
pogon. V primeru vozila segway sta to dve kolesi, pritrjeni vzporedno na os vrtenja 
nihala. Samo s primernim premičnim odzivom tega pogona se lahko to nihalo 
uravnoteži in ne prevrne.
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Slika 1: Model inverznega nihala
MIP je indirektno aktuirani sistem[2], ker se nadzor uravnoteženja točkaste 
mase na palici samo izvede z izvajanjem sile na sekundarno telo, v tem primeru dve 
kolesi za pogon vozila.
Oznaka veličine Veličina
mr Točkasta masa na ročici
mw Masa koles
L Dolžina palice
θ Odklonski kot palice od 
normale tal
ϕ Kot položaja koles
τ Navor pogona
τir Navor momenta ročice
τiw Navor momenta koles
F Skupna sila navora koles
F g Sila gravitacije kolesa
F gr Sila gravitacije mase na 
ročici
N Reakcijska sila tal
P x Vodoravna reakcijska sila 
koles na ročico
P y Vertikalna reakcijska sila 
koles na ročico
Tabela 1: Oznake veličin
2. 2 Zgodovina vozila
Dvosledno vozilo segway je razvil, izdelal in patentiral predsednik ameriške 
korporacije DEKA Research & Development Corporation Dean Kamen, znan kot 
ustanovitelj organizacije FIRST (For Inspiration and Recognition of Science and 
Technology)[25]. Je tudi izumitelj več različnih vozil. Svoj prototip vozila segway je 
predstavil 3. decembra 2001 v newyorškem parku Bryant, kjer je njegova 
demonstracija tudi privabila pozornost novinarjev[23].  Ta izvedba vozila je lahko 
dosegla 20.1 km/h in po enem polnjenju lahko prevozila 24 km[24]. Kamen je opisal 
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vozilo kot prvo 'samo-ravnotežno' prevozno sredstvo. 
Vendar si je izmislil koncept vozila, ki namesto uporabnika samo po sebi lovi 
ravnotežje, še preden je razvil vozilo segway. Ideja mu je prišla na misel, ko je opazil 
mladeniča v invalidskem vozičku, ki je imel težave pri prečkanju pločnika. Sklepal je, 
da je mladenič imel težave pri prečkanju, ker je naš svet zgrajen za tiste, ki so sami 
zmožni loviti ravnotežje. Tako je naletel na koncept mobilnega sistema IBOT™[7]. Bil 
je njegov prvi patent. Sistem je mobilni voziček, ki je v pomoč paraplegikom, ima šest 
koles in je zmožen plezati po stopnicah[22]. To doseže z izmenjavo zadnjih dveh koles, 
s tem da njun nosilec zasuče in s tem spleza po eni stopnici. Voziček lahko dvigne 
sprednji konec in se postavi samo na zadnji dve kolesi. Tedaj se voziček nadzira 
podobno kot segway, saj uporabnik krmili pogon dveh koles z nagibom v želeno smer 
vožnje. IBOT™ mobilni sistem je predhodnik vozila segway.
Firmo Segway inc. je Kamen ustanovil že leta 1999 kot vodilno korporacijo na 
področju osebnega prevoza, vendar je projektno vozilo prekril pod kodnim imenom 
'ginger' (slo. 'ingvar'). Čeprav je vozilo imelo veliko različnih aplikacij, je predvsem 
bilo tržna niša. Od začetka prodaje do septembra 2006 je firma prodala približno 
23.500 enot vozila, nakar so morali odpoklicati vse prodane enote zaradi napake v 
programski opremi[8]. Gre za zelo nevarno napako pri krmiljenju pogona, ki se 
sproži, ko uporabnik sunkovito skuša pospešiti vozilo na najvišjo dovoljeno hitrost, 
kar je 19 km/h. Napaka povzroči nenadno spremembo smeri pogona koles, kar lahko 
med vožnjo povzroči, da uporabnika vrže z vozila.
V letu 2010 je firmo odkupil britanski podjetnik Jimi Heselden, ki je tudi znan 
po svoji smrtni nesreči z vozilom segway[6].
Korporacijo Segway Inc. je 1. aprila 2015 prevzela kitajska firma Ninebot Inc[24].
2. 3 Izvor imena
Samo ime vozila je zloženka italijanske besede 'segue' in angleške besede 
'way'. Segue v latinskih jezikih pomeni gladko. Torej ime vozila pomeni gladki 
prehod[6].
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3. Mehanski del izvedbe
Da se vozilo samo od sebe naprej ali pa nazaj ne pospešuje, ko mora stati na 
miru, mora biti njegova zgradba že mehansko uravnotežena. Kolesa morajo biti 
pritrjena na čim večjo prestavo, saj vozilo pri poganjanju ne potrebuje velike hitrosti 
vrtenja koles, temveč navor. Deska, na kateri uporabnik stoji, mora zdržati celotno 
uporabnikovo težo, tudi v primeru močnejših sunkov sile zaradi sunkovitega zaviranja 
ali pospeševanja.
V primeru da se voznik sunkovito opre na krmilno palico, morata biti nosilec 
palice, ki drži krmilni potenciometer, in palica sama zadosti močna, da se ne ukrivita 
in ne zlomita. Ta nosilec krmilne palice se pri takih trenutkih ne sme poškodovati, saj 
se lahko pri tem poškoduje potenciometer in s tem lahko npr. vozilo začne nenadoma 
nenadzirano zavijati v eno smer.
Celotna izvedba vozila mora biti taka, da so vsi deli čim bolj tesno pritrjeni, da 




Pri izvedbi sem za desko uporabil impregnirano vezano ploščo. Izbral sem ta 
material, ker je zelo odporen na mehanske poškodbe, je odporen na učinke vlage, 
hkrati pa se zlahka skozenj zvrta luknje z ročnim vrtalnim strojem. Ta material je zelo 
dobro poznan v pomorski industriji pri gradnji bark. Sestavljen je iz mnogo zelo 
tankih plasti lesenih vlaken, skupaj zlepljenih v desko. Vse komponente vozila, ki so 
pritrjene na desko, so privite nanjo. Površina deske je pokrita s smolo, z vtisnjenim 
vzorcem, ki pomaga proti drsenju.
Za nosilce baterij sem oblikoval dva kosa aluminija in ju pritrdil za desko z 
vijaki in maticami. Baterije sem vstavil v nosilec med pritrditvijo tako, da sta kontakta 
baterij dosegljiva na sredini zadnje strani vozila.
Kot rečeno, pri opisu mehanske izvedbe mora imeti vozilo uravnotežena 
sprednji in zadnji konec, da lahko v mirujočem stanju miruje ne da bi počasi drselo. 
Pri moji izvedbi je bilo to doseženo kar s svinčevo utežjo. Utež je bila pritrjena na 
desko v priviti aluminijasti škatlici. Izkazalo se je, da je morala utež tehtati 0,5 kg, da 
je bilo vozilo mehansko uravnoteženo.
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Slika 3: Deska od zgoraj
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Slika 4: Utež za mehansko ravnotežje (pritrjena desno na deski)
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Slika 5: Veriga za prenos navora
Za kolesno os sem uporabil aluminijasto cev z udrtinami za zatesnitvijo koles 
na obeh straneh cevi. Držijo se deske preko aluminijastih kosov, katere sem pritrdil 
na desko z večjimi lesnimi vijaki in tako imenovanimi 'unit' maticami.
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Slika 6: Slika mehanizma za krmiljenje smeri (potenciometer je viden na skrajni desni strani slike)
4. Elektronski del izvedbe
Pri elektronski izvedbi naloge so je predvsem treba ozirati na motnje, saj vozilo 
proizvede veliko elektromagnetnih motenj zaradi velikih sprememb toka na vodnikih 
motorjev.
4. 1 Krmilni modul
4. 1. 1 Opis kompleta MIŠKO
Razvojni komplet MIŠKO (MIkrokrmilniški Študentski Komplet) vključuje razna 
orodja, uporabna pri razvoju programskega dela izvedbe. To so standardni 16 vhodni 
LCD, integriran usb vmesnik 'FT232RL', štiri tipke na PORTD kontaktih procesorja in 
LED diode na vsakem posameznem kontaktu PORTB periferne enote procesorja. 
Poleg ima tudi dva zaščitena namenska vhoda za merjenje analogne vrednosti. Za 
urin takt procesorja vsebuje 18.432 MHz kremenski kristal[16]. Komplet tudi vsebuje 
polje odvečnih vij za dodajanje drugih elementov.
Ni primerno neposredno povezati krmilnik za motorje in MIŠKO komplet, saj 
obstaja možnost, da visokonapetostni del krmilnika motorjev prebije na krmilne linije 
ali na napajalno povezavo za MIŠKO komplet. Zato sem pri izvedbi vozila najprej 
predelal MIŠKO komplet. Na priklop 5V napajanja razvojne sem vzporedno vezal 
hitro diodo v zaporno smer za zaščito v primeru obratnega priklopa napajanja. 
Zaporedno v napajanje sem vezal feritni člen, na komunikacijske linije za 'pwm' 
signala in smerna signala pa sem vstavil optične spojnike (angl. Opto-Coupler) z 
oznako 'ILQ2'.
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Na sliki 5 je razvidno, da ima komplet dve polji vij, katere sem uporabil za 
integracijo vmesnega dela, za povezavo na krmilnik motorjev in žiroskopa. Levo polje 
vij sem uporabil za vmesni del, desni pa za integracijo žiroskopa. Na spodnji desni 
strani kompleta se na sliki 6 vidi oris potenciometra. Na zgornji desni strani slike 6 je 
viden priključek za krmilni potenciometer. Tukaj je bolj smiselno dodati dve vrstni 
sponki, vendar sem pri izvedbi uporabil samo eno, preostali kabel pa sem spojil na 
tiskanino. Kabla krmilnega priključka morata biti vključena v vezje tako, da je srednji 
priključek potenciometra zvezan na AD vhod procesorja, ostala dva kabla pa morata 
biti zvezana eden na maso, drugi pa na 5V napajanje.
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Slika 8: Zgornja stran predelanega razvojnega kompleta MIŠKO, brez zaslona
Pri predelavi sem elemente povezal z izolirano pleteno žico, kot je prikazano na 
sliki 6.
Žiroskop sem na desno polje vij prispojil preko podnožja. Kontakti z imeni 
'INT', 'XDA' in 'XCL' sem pustil nepovezane. Vhoda 'AD0', 'Vcc' in 'Gnd' sem z žicami 
povezal na napajanje in maso kompleta. Vhodno izhodna kontakta 'SCL' in 'SDA' pa 
sem povezal na kontakta 'PA2' in 'PA3' mikrokrmilnika.
Pri optičnih spojnikih sem foto diode zvezal tako, da imajo katode zvezane na 
maso vezja, anode pa vse vezane čez 1 kilo ohmski upor na ustrezni kontakt 
procesorja. Kontakta 'PD6' in 'PC1' se uporabljata za določitev smeri motorjev in sta 
zvezani na zunanje dve diodi optičnega spojnika, 'PD5' in 'PD4' pa kot izhoda pwm 
signala in sta zvezani na notranje dve diodi optičnega spojnika[34]. 
Celoten razvojni komplet sem pri končni izvedbi zaprl v aluminijasto škatlo, 
znotraj izolirano s papirjem.
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Slika 9: Spodnja stran predelanega razvojnega kompleta MIŠKO
4. 1. 2 Mikroprocesor Atmega324PA
Komplet MIŠKO vsebuje 8 bitni mikroprocesor Atmega324pa, ki bazira na 
modificirani arhitekturi RISC[15]. Je zelo zmogljiv in preprost procesor, ki zdrži urine 
takte tudi do 20MHz.
Zmožen je 131 različnih strojnih ukazov[33], ima 32 splošno namenskih 
'visokih' registrov, kar pomeni, da lahko z njimi neposredno izvedemo ALU operacije. 
Ima štiri vhodno izhodne module: PORTA, PORTB, PORTC, PORTD. Vsebuje tudi 
module za 10 bitno AD (Analogno Digitalna) pretvorbo, dva 8 bitna časovnika in 
enega 16 bitnega in TWI (angl. Two Wire Interface) modul.
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Slika 10: Blok shema procesorja Atmega324pa[32]
4. 1. 3 MPU6050 elektronski žiroskop
Je programabilen 3-osni žiroskop, ki meri kotno hitrost in temelji na 
koriolisovem učinku, meri pa lahko tudi pospešek v vse tri smeri in temperaturo, 
zadnje zgolj samo za kompenzacijo temperaturnih učinkov. Zmožen je tudi 
programskega prepoznavanja gibov. Komunikacija med krmilnikom in žiroskopom 
poteka po phillips-i2c protokolu[31].
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Slika 11: Žiroskop MPU6050[30]
4. 2 Krmilnik za motorje
Krmilnik za motorje mora biti zelo odporen na tokovne špice in mora uspešno 
odvajati gretje s tranzistorjev. Pri tej izvedbi mora biti tudi glavni regulator napajanja 
vozila. 
4. 2. 1 Pregled sheme
Krmilnik motorjev se uporablja kot vmesnik med MIŠKO krmilnikom in motorji, 
ob enem pa še služi kot regulator napajanja, saj komplet MIŠKO potrebuje 5V 
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napajanje. Torej je vezje po napajalnih nivojih razdeljeno na tri dele: 24V, 12V in 5V. 
Ponor in izvor krmilni MOSFET tranzistorjev so neposredno povezani na 24V 
napajanje in maso. Preko 12V stopnje se napajajo samo krmilniki za 'H-BRIDGE' 
vezavo MOSFET tranzistorjev. Zadnja stopnja napajanja v vezju pa se uporablja za 
napajanje 5V komponent, kar so NAND vrata, ki povezujejo visokonapetostne dele 
vezja in MIŠKO komplet, poleg pa tudi napaja omenjen komplet. Samo vezje v shemi 
je razdeljeno na dve strani, vsaka za nadzor enega motorja.
Vezje je predelana izvedba 'H-BRIDGE' vezave tranzistorjev z dodanimi 
integriranimi MOSFET krmilniki, v tem primeru tipa 'ir2184'. Krmilniki so namenski 
vmesniki med nivojema 5V in 12V. Pomagajo pravilno krmiliti preklope močnostnih 
tranzistorjev, ker so hitri preklopni časi krmilnih signalov pri močnostnih aplikacijah 
pomembni pri olajšavi disipacije energije na tranzistorjih. V primeru, da tranzistorji 
ne preklapljajo zadosti hitro, se zaradi visoke upornosti v odprtem stanju povzroči 
velik padec napetosti na njih in se posledično pri takšnem preklopu segrejejo. Ker je 
pri 'pwm' frekvenci 15.5 kHz ogromno preklopov v eni sekundi, bi se tudi pri majhnih 
zaostajanjih preklapljanja vrat tranzistorji hitro segrevali in lahko tudi pregoreli. Te 
probleme nam olajšajo MOSFET krmilniki, ki poskrbijo za hitro preklapljanje 
tranzistorjev, glede na vhodni signal[28].
Pri vhodni stopnji signala krmilnika motorjev gre signal najprej čez NOR vrata, 
kjer se določi, po kateri liniji se 'pwm' signal spusti. Vsaka stran krmilnika ima dve 
krmilni liniji. To sta 'CW/CCW', ki določi smer vrtenja z visokim in nizkim stanjem, in 
'PWM', kjer se prenese 'pwm' signal do MOSFET krmilnikov.
Gladilni elektroliti v vezavi pri 24V nivoju so trije za celotno vezje, za boljšo 
tokovno zmogljivost, obe strani imata pa tudi po dva neelektrolitska kondenzatorja za 
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Slika 13: Standardna vezava MOSFET krmilnikov 'ir2184'[29]
odpravljanje visokofrekvenčnih prevodnih motenj v napajanju. MOSFET krmilniki 
imajo poleg gladilnega kondenzatorja tudi en 'decoupler' kondenzator, ki odpravlja 
visokofrekvenčne motnje v 12V stopnji napajanja.
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4. 2. 2 Izbor tranzistorjev
Tranzistorji tipa 'irf3205' so zelo primerni za to aplikacijo, zgolj zaradi kvalitete 
in visoke tokovne zmogljivosti glede delujočega toka in tokovnih špic. Upori na vratih 
teh tranzistorjev morajo imeti zelo nizke upornosti, ker se v tem primeru uporabljajo 
kot tuljave za časovno kompenzacijo preklopov, ne kot upori, saj je tok v vrata 
MOSFET tranzistorjev zelo majhen.
4. 2. 3 Regulacija napajanja
Za prestavitev napetosti z 24V na 12V in na 5V sem uporabil regulatorje 
napetosti 'lm7812' in 'lm7805', kot je prikazano na shemi. Vezje vsebuje tudi gladilne 
kondenzatorje. Na 12V napajalnik sem pritrdil aluminijasto hladilno telo, vendar se 
izkaže, da se 5V napajalnik veliko bolj greje.
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Slika 14: Regulatorja napetosti (12V regulator na levi, 5V regulator na desni)
4. 2. 4 Hlajenje
Hlajenje je pri močnostnih aplikacijah zelo pomembno. Za hlajenje sem izbral 
aluminijasti člen s hladilnimi rebri za odvajanje toplote, katerega sem pritrdil na 
krmilnik motorjev preko vijaka čez sredino člena. Za prenos toplote s hladilnikov 
tranzistorjev za hladilni člen je treba poskrbeti, da ni električnega prenosa, temveč 
samo toplotni. Zato sem uporabil termalne podloge, vendar nisem uporabil termalne 
paste.
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4. 2. 5 Izdelava vezja
Krmilnik motorjev sem izrisal v programskem paketu 'Sprint-Layout 6.0'. Vezje 
sem nato izdelal preko tako imenovanega 'termo' postopka s pomočjo predelanega 
laminatorja [26]. 
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4. 3 Krmilne povezave
Kabli za krmilne signale morajo biti zelo odporni na motnje, zato sem se odločil 
za mehkožilni kabel z oklepom. Uporabil sem tri takšne kable: enega za prenos 
napajanja s krmilnika motorjev, kjer se tudi nahaja napajanje za krmilnik motorjev, 
kot za krmilnik MIŠKO, dva pa za prenos krmilnih signalov s kompleta MIŠKO na 
krmilnik za motorje. Oklep kablov mora biti spojen na maso vezja, čim bližje h 
glavnemu napajanju, v tem primeru baterije. Takšni kabli se uporabljajo pri gradnji 
računalnikov za povezavo signalov z matične plošče na sprednjo ploščo ohišja.
Signali izvirajo iz krmilnega modula preko vmesnega dela, ki ločuje krmilnik za 
motorje in MIŠKO krmilni modul z optičnimi spojniki. Ker je izhodni del optičnih 
spojnikov samo fototranzistor, ki samo odpira in zapira povezavo, mora imeti končni 
del povezave 'pull-up' ali pa 'pull-down' upor[34]. V tem primeru sem uporabil 'pull-
down' upore. Pri 'pwm' krmilnih povezavah je potrebno paziti, da je upornost 'pull-
down' uporov dovolj majhna, ker se pri 15.5 kHz signalih hitro pojavi problem 
kapacitivnosti uporov, pri povezavah za določitev smeri pa predvidevamo, da se signal 
ne bo zelo hitro spreminjal. Zato sem uporabil 330 omske upore pri 'pwm' povezavah, 
pri smernih povezavah pa 10 kilo ohmske upore.
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Slika 17: Slika krmilnika motorjev od spodaj
4. 4 Napajanje vozila
4. 4. 1 Baterije
Za napajanje vozila sem uporabil dva serijsko vezana, 12V, svinčeva, 6 Ah 
akumulatorja.
4. 4. 2 Varovalke
Čez napajanje vozila sem vezal 16 ampersko ETIMAT6 bimetalno odklopno 
stikalo.
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Slika 18: ETIMAT6 odklopnik
4. 4. 3 Stikala
Zaradi varnostnih razlogov sem se odločil za uporabo dveh stikal, ker je med 
razvojem možnost preboja stikala. V primeru preboja zaradi prevelikega pretoka toka, 
se lahko vozilo še vedno ugasne z razklenitvijo drugega stikala. Eno stikalo je 
pritrjeno na vrhu deske vozila in je namenjeno za hitri vklop in izklop, drugo pa je 
pritrjeno med baterijami.
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5. Programski del izvedbe
5. 1 Razvojno okolje Atmel Studio 7
Programski del projekta sem izdelal v razvojnem okolju (angl. IDE, Integrated 
Development Environment) 'Atmel studio 7'. Da se pri vsakem poskusu programa 
poenostavi prenos programa na krmilnik, je pomembno nastavi bližnjice. Ker 
programski vmesnik za programiranje, ki ga bom uporabljal pri tej nalogi, ni 
integriran v razvojno okolje, je potrebno dodati konfiguracijo za njegov zagon kot 
zunanje orodje (angl. External tool). V razvojnem okolju 'Atmel studio 7' se zunanja 
orodja nahajajo pod menijem z imenom 'Tools', okno za opravljanje z zunanjimi orodji 
pa se nahaja pod 'Tools>External tools....'.
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V tem oknu se skonstruira novo konfiguracijo za zagon zunanjega programa z 
klikom na gumb 'Add'. Pod podoknom 'Menu contents' se pokaže nova predloga za 
konfiguracijo zagona. V tej predlogi je potrebno nastaviti več tekstovnih polj.
• Title - v to polje se vpiše želeno ime konfiguracije, kar bo tudi prikazano ime 
konfiguracije v podoknu 'Menu contents' (npr. 'dude').
• Command - v tem polju se nastavi absolutno pot do zunanjega orodja, oz. 
programa, ki ga želimo s konfiguracijo zagnati
(npr. 'E:\Avr\MOUSE\avrdudess\avrdude.exe').
• Arguments - tukaj se doda katere koli zagonske argumente oz. parametre, s 
katerimi želimo da Atmel studio zažene zunanjo orodje. Obrazložitev, kako 
izpolniti to polje za programerski vmesnik 'AVRDUDE' in primer tega polja, se 
nahaja v nadaljevanju. V tem polju je potrebno paziti, da je argument, ki določi 
pot do programa, pravilno nastavljen.
• Initial directory - nazadnje je treba nastaviti lokacijo zagona programa. Tukaj 
enostavno vnesemo pot do zunanjega orodja brez imena za zagon aplikacije 
(npr. 'E:\Avr\MOUSE\avrdudess\').
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Preostane še povezava zunanjega orodja na tipko za bližnjico. Lahko tudi 
namesto tipke za bližnjico uporabimo zunanje orodje s klikom na ime konfiguracije 
orodja, ki se sedaj nahaja pod menijem 'Tools'. Da nastavimo zagon konfiguracije na 
želeno tipko, je to možno pod 'Tools>Options...>Environment', kjer nato za olajšano 
iskanje v polje z imenom 'Show commands containing' vstavimo niz 
'Tools.ExternalCommand'. 
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Izbira opcije 'Tools.ExternalCommand' takoj v podoknu pod omenjenim poljem 
prikaže samo oštevilčene zagonske konfiguracije zunanjih orodij, brez imen. 
Izberemo tisto zunanje orodje, ki ga mislimo vezati na tipko bližnjice in nato 
nastavimo želeno tipko za bližnjico (npr. F10) tako, da pritisnemo v polje z imenom 
'Press shortcut keys' in zatem pritisnemo na želeno tipko, katero namenimo uporabiti 
kot bližnjico za zagon zunanjega orodja.
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5. 2 Programsko orodje 'AVRDUDE'
Programsko orodje 'AVRDUDE' je programski vmesnik, namenjeno za 
mikrokrmilnike znamke AVR. Program nima grafičnega uporabniškega vmesnika in se 
ukazuje preko zaganjanja programa z argumenti. Program je zmožen veliko 
vmesniških operacij z AVR napravami, predvsem sem ga uporabil za nalaganje 
programa na krmilnik vozila.
Navedeni primer se najprej začne s klicem programa 'avrdude.exe'. Prvi 
navedeni parameter za tem, c arduino, pove programu, naj program naloži na 
krmilnik preko STK500 protokola, katerega uporablja arduino bootloader. Kot smo 
prej omenili v tem diplomskem delu, ima razvojna plošča MIŠKO vnaprej naloženi 
bootloader, preko katerega se prenos programa na razvojni ploščo izvede preko USB-
ja. 
Drugi parameter, p m324a, navede vmesniku 'AVRDUDE' model procesorja. 
Vmesnik predvsem potrebuje ta podatek, da ve, na katerih naslovih se nahajata flash 
in eeprom pomnilnik, saj mora tam naložiti program in konstante in da lahko pred 
vnosom programa preveri značko mikrokrmilnika. V tem primeru smo navedli, da 
bomo program vnašali v procesor tipa Atmega324A. 
Tretji parameter, P COM4, enostavno pove vmesniku, na katerem vhodu se 
nahaja programator. Pri navedenem primeru je to komunikacijski priključek 4 (angl. 
Communication port 4, COM4).
Četrti parameter, b 115200, pove vmesniku, da bomo vzpostavili komunikacijo 
o krmilnikom pri hitrosti 115200 Baud.
Zadnji parameter, U flash:w:“C:\PotDoPr...\Projekt.hex“:a, se začne z ukazom 
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Besedilo 1: Primer uporabe programskega vmesnika 'AVRDUDE'
avrdude.exe -c arduino -p m324a -P COM4 -b 115200 -U 
flash:w:"C:\PotDoProjekta\Debug\Projekt.hex":a
'U', ki pove vmesniku, da bomo izvedli proces s spominom krmilnika. Med vsemi 
navedenimi parametri, ki jih podamo vmesniku, je lahko več kot en ukaz tipa 'U'. To 
nam omogoča, da lahko pri istem zagonu programa pišemo na več spominskih lokacij 
(npr. pisanje v flash, nato pa še v eeprom). Parameter ukaza je razdeljen na več delov, 
razdeljenih z razmejitvenim simbolom ':':
• flash je podukaz, ki pove vmesniku, da gre za spominsko operacijo v 
zvezi z notranjim programskim pomnilnikom procesorja;
• w je podukaz, ki navede operacijo pisanja vsebine določene datoteke v 
pred-navedeni kos spomina;
• “C:\PotDoPr...\Projekt.hex“ je parameter, ki pove pot do datoteke, s 
katere bo vmesnik prebral program;
• a je zadnji podukaz v tem parametru, pove pa, da naj vmesnik skuša 
samo prepoznati format, oz. obliko programa v dani datoteki.
Razlaga uporabe vmesnika 'AVRDUDE' služi razumevanju pomena posameznih 
parametrov, ker je pri nastavljanju bližnjice, omenjene v prejšnjem poglavju, potrebno 
ob sklicanju programa še navesti parametre. 
Namesto nalaganja programa preko vmesnika 'AVRDUDE' je možno nalagati 
program preko grafičnega vmesnika z imenom 'AVRDUDESS', preko katerega je tudi 
zelo preprosto dobiti želeno nastavitev parametrov za vmesnik 'AVRDUDE'. 
Za pridobitev pravilne nastavitve parametrov je potrebno nastaviti želene 
parametre preko grafičnega vmesnika, nakar se celoten niz parametrov prikaže v 
tekstovnem polju pod gumbom z imenom 'Program!'.
30
31
5. 3 Urnik opravil T0Cpp
5. 3. 1 Opis
Urnik opravil (angl. Task Scheduler) T0Cpp je preprost, lahek, realnočasni 
načrtovalec opravil, ki omogoča zagon opravila, klicanja opravila in zaključitev 
opravila. Zmožen je tudi prioritetnega razvrščanja opravil, kar pomeni, da upošteva 
prioriteto, nastavljeno na posamezno opravilo. Deluje kooperativno, kar pomni, da 
opravila sama določujejo, kdaj prepustijo izvajanje naslednjemu opravilu in tudi kdaj 
opravilo delo konča in se zapre. Opravilo lahko tudi določi, čez koliko klicev 
načrtovalca bo naslednje prišlo na vrsto. T0Cpp tudi omogoča komunikacijo med 
opravili. Razvito je bilo preko Avr GCC prevajalnika, torej se lahko vključi samo v Avr 
GCC projekte. Začetek imena 'T0...' nam pove, da ta urnik opravil izkorišča vgrajeni 
časovnik 'Timer/Counter 0', kar pomeni, da ne bomo morali uporabljati tega modula 
za kateri drugi namen, saj bi s tem prišli v konflikt z operiranjem urnika opravil.
Predvsem sem T0Cpp razvil kot urnik opravil za naprave znamke 'AVR', vendar 
je potrebno za vsak različen tip 'AVR' mikrokontrolerja napravo specifično zgraditi 
izvedbo načrtovalca opravil, saj se na različnih napravah krmilni registri za delovanje 
z vgrajenimi časovniki nahajajo na različnih naslovih. Ker je T0Cpp realnočasni, je 
treba pri uporabi tudi pomisliti na to, da se opravila izvajajo dovolj narazen v 
časovnem smislu. V primeru možnosti, da se lahko opravila kdaj blizu skupaj 
pokličeta (predvsem ob istem klicu načrtovalca), je smiselno, da čim prej oba 
zaključita delo. Koda mora biti napisana čim bolj učinkovito, da se čim hitreje izvede. 
Da lahko določimo, katero opravilo ima prednost, ima T0Cpp sistem prioritete. 
Opravilo z nižjo številko prioritete ima prednost pred tistim, z nižjim številom 
prioritete. Če imata dve ali več opravil isto prioritetno število, imajo prednost opravila 
z nižjo identifikacijsko številko PID (angl. Process ID), ki je edinstveno. 
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5. 3. 2 Vključitev v razvojno okolje
Urnik opravil T0Cpp se doda v projekt preko povezovalca (angl. linker) kot 
arhivirana knjižnica. To se v razvojnem okolju 'Atmel studio 7' stori pod nastavitvami 
projekta, ki se nahajajo pod 'Project>ImeProjekta Properties...', kjer je ImeProjekta 
ime trenutno odprtega projekta.
Da lahko uspešno vključimo urnik opravil T0Cpp v obstoječi C++ projekt, 
moramo v projekt dodati dve datoteki. Prva datoteka je tako imenovana 'header' 
datoteka, ki vsebuje glavne definicije vseh funkcij in konstant, katere potrebujemo, da 
lahko uporabimo T0Cpp in se imenuje 'T0lib.h'. Druga datoteka pa je prej omenjena 
arhivirana knjižnica z imenom 'libT0Cpp_AM324PA.a'. Del imena za podčrtajem 
ponazarja, da je ta izvedba arhiva namenjena za tip mikroprocesorja 'Atmega324PA'.
Da lahko povezovalec prevajalnika 'AVR GCC' poišče knjižnico, ali prevajalnik 
najde 'header' datoteko, mu najprej moramo pokazati, kje iskati. To storimo tako, da 
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pod obema zavihkoma v zavihku 'Toolchain' poiščemo podokno z imenom 'Include 
Paths (-l)' in pritisnemo na gumb z namigom 'Add item'. Nato v prikazanem vpisnem 
polju nastavimo pot do lokacije 'header' datoteke.
Pot do arhivirane knjižnice se nastavi na zelo podoben način, s to razliko, da se 
nastavi v podoknu z imenom 'Library search path (-Wl, L)' pod zavihkom 'Libraries'. 
'Header' datoteko se v določeno datoteko v projektu doda z direktivo, vendar se 
arhivirano knjižnico vključi s parametri povezovalca. To pri nastavitvah projekta 
storimo tako, da v podokno 'Libraries (-Wl, L)' dodamo vnos 'libT0Cpp_AM324PA.a'. 
Konfiguracijo nastavitev nato shranimo in preizkusimo s testnim prevodom. Če 
prevajalnik ne javi napak, smo urnik opravil T0Cpp najverjetneje uspešno vključili v 
projekt.
Dobro je upoštevati, da definiranih konstant v 'header' datoteki ni smiselno 
spreminjati, saj je arhivirana knjižnica prevedena statično.
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5. 3. 3 Primer uporabe
Pri uporabi urnika opravil T0Cpp je potrebno razumeti, kako uporabiti 
podatkovne tipe oblike 'struct'. T0Cpp ima tri definicije podatkovnih tipov, ki sta 
zasnovana kot 'struct' strukture, vendar sta samo dva pomembna pri uporabnikovi 
strani.
• task – najbolj pomembna definicija za zaganjanje opravil. Spremenljivka s tem 
podatkovnim tipom se lahko smatra kot samo opravilo. Opravilo pri vsakem 
klicu prejme kazalec na svojo izvedbo spremenljivke tipa task.
• msg – ta tip podatkovnega tipa je uporabljen samo pri prenašanju sporočil med 
opravili, prenašanju podatkov med klici opravila ali prenašanju sporočil z 
glavne niti k opravilu.
• task_entry – podatkovni tip ni uporaben na uporabnikovi strani, kar se tiče 
operiranja z opravili. T0Cpp interno ta tip uporablja kot zabojnik opravil da 
lahko kliče kazalec opravila. 
Pred uporabo urnika opravil je potrebno dodati njegovo 'header' datoteko z 
imenom 'T0lib.h' v katerokoli izvorno datoteko, kjer ga namenimo uporabiti. To 
storimo z direktivo 'include' z desnostranskim parametrom 'T0lib.h'. Tedaj lahko še z 
isto direktivo vključimo standardno knjižnico <avr/interrupt.h>, saj bomo rabili 
funkcijo za globalni vklop prekinitev.
Nato je potrebno inicializirati časovnik in urnik opravil. Za pravilno delovanje 
knjižnice urnika opravil je pomembno, da se pravilno inicializira. To storimo s klicem 
funkcije
kjer je parameter z imenom 'rate' časovni interval med dvema klicema urnika. 
Predstavlja tudi minimalni čas v sekundah, po katerem se lahko opravila pokličejo. 
Pričakovano je, da je vrednost tega parametra dosti manjša kot sekunda.
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Koda 1: Inicializacijska funkcija za urnik opravil
void T0_init(float rate, float clockSpeed, float clkdiv, uint8_t prescaler),
S parametrom 'clockSpeed' povemo T0Cpp knjižnici hitrost urinega takta, 
priključena na procesor. Če smo direktivo definicije v izvorni datoteki že spisali, 
enostavno za parameter podamo vrednost F_CPU.
'Clkdiv' je parameter, s katerim nastavimo, za koliko se glavni urin takt zdeli, 
preden se prenese na vhod časovnika. Tukaj je nujno upoštevati vsako delitev urinega 
takta, vključno z delitvijo, katero se nastavi z vklopitvijo varovalke 'CKDIV8', ki pri 
vklopljenem stanju povzroči, da se notranji takt procesorja zdeli osemkrat. V primeru, 
da smo vklopili to varovalko, alternativno lahko upoštevamo hitrost deljenega 
notranjega takta pri parametru 'clockSpeed'. Preostali vpliv na deljenje ure pa 
pridobimo z nastavitvijo delilnika ure (angl. prescaler), ki se nastavi z naslednjim 
parametrom. Število delitve pridobimo s podatkovnega lista.
Iz razlage parametra lahko razberemo, da se zadnji parameter, poimenovan 
'prescaler', uporabi za nastavitev delilnika urinega takta, ki vodi na časovnik. Je edini 
parameter podatkovnega tipa 'uint8_t', kar pomeni nepredznačeno 8 bitno celo 
število. Je takšnega podatkovnega tipa, ker predstavlja bite v krmilne registru za 
časovnik, ki so v namen nastavitve delilnika urinega takta. Kakšno delitev ure 
povzroči posamezna nastavitev delilnika, lahko razberemo iz podatkovnega 
dokumenta mikroprocesorja.
Vse te nastavitve vplivajo na zanesljivo in natančno delovanje urnika opravil, 
ker mora pri inicializaciji knjižnica izračunati pravilno prednastavitev časovnika, da 
se urnik opravil kliče ob pravilnem taktu. Ker je časovnik 'timer/counter 0' 8 biten, 
moramo parametre nastaviti tako, da ta prednastavitev ne presega 255. Da izvemo, 
če bo naša nastavitev povzročila preliv prednastavitve, lahko uporabimo sledečo 
enačbo
Enačba 1: Število urinih pulzov pred klicem urnika
kjer vsaka spremenljivka v enačbi prestavlja vrednost parametra prej omenjene 
inicializacijske funkcije. Za nastavitev, ki je časovno natančna, moramo izbrati takšne 
vrednosti parametrov, ki povzročijo celoštevilski rezultat ali vsaj rezultat, ki je blizu 







Časovnik se ne prične klicati, dokler ne vklopimo globalnih prekinitev. Pri AVR 
napravah se to stori s klicem funkcije 'sei', katere ime je skrajšava fraze 'set 
interrupts'. Funkcija postavi globalno zastavico za prekinitve.
Tedaj se začne klicati urnik opravil, ki trenutno še nima nobenega opravila v 
tabeli kazalcev. Da začnemo klicati opravilo, moramo poklicati funkcijo z imenom 
'task_start'. Funkcija je sledeče oblike:
kjer je parameter 'd' število klicev urnika opravil pred izvršitvijo opravila, 
'priority' prioritetno število opravila, 'fun' pa kazalec opravila, oziroma funkcija, 
katero smatramo kot opravilo, vendar je parameter 'd' mišljen ne samo kot začetna 
zakasnitev pred prvim klicem, vendar čas med dvema izvajanjema opravila. Velikokrat 
pa želimo zagnati opravilo z neko začetno zakasnitvijo, ki se razlikuje od takta 
klicanja opravila. To lahko storimo z naslednjo alternativno funkcijo za zagon 
opravila:
kjer je prvi parameter začetna zakasnitev v nasprotju z naslednjim, ki pa je 
konstanta klicna zakasnitev, kot je mišljeno pri prvi funkciji za zagon.
Razvidno je, da obe funkciji vrneta nek kazalec na spremenljivko podatkovnega 
tipa 'task'. Ta kazalec je ročaj (angl. handle) na objekt opravila, katerega smo 
zasnovali s klicem funkcije za zagon istega opravila. Uporabno je shraniti ročaj na ta 
objekt za primer, da potrebujemo podatke objekta tega opravila kjerkoli izven 
opravila samega (npr. kadar pošiljamo sporočilo temu opravilu, potrebujemo njegovo 
identifikacijsko številko – PID). 
Nazadnje se ozremo na obliko parametra 'fun' v obeh funkcijah za zagon. 
Razvidno je, da to mora biti funkcija, ki vzame kazalec na objekt podatkovnega tipa 
'task' in vrne vrednost tipa 'int'. Torej mora opravilo biti funkcija takšne oblike:
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Koda 2: Funkcija za začetek opravila
task* task_start(uint16_t d, int priority, int (*fun)(task*)),
Koda 3: Funkcija za zakasnjeni zagon opravila
task* task_start_delayed(uint16_t sd, uint16_t d, int priority, int (*fun)(task*)),






Navedeni primer je proces, ki obrača vrednost na izhodnem kontaktu, preko 
izhodnega registra 'PORTB'. Iz primera je tudi vidno, da sedaj urnik preda procesu 
kazalec na njegov 'task' objekt. To je uporabno, če hočemo s tega objekta prebrati ali 
spremeniti kakšne podatke. Razvidno je, čemu služi povratna vrednost tipa 'int'. S 
povratno vrednostjo vnaprej povemo urniku, kaj naj se s procesom zgodi. Prepoznane 
konstante povratne vrednosti procesov so:
• TASK_CONTINUE, ki pove urniku, da naj ponastavi števec opravila na prejšnjo 
vrednost in naj opravilo ponovno izvrši naslednjič, ko se števec izšteje.
• TASK_DONE, ki pove urniku, da naj zapusti opravilo z iztečenim števcem. Da 
opravilo začne ponovno delovati, ga mora drugo opravilo ali glavna nit ponovno 
zbuditi.
• TASK_NOOP pove urniku, naj opravilo pusti pri miru. Ta povratna vrednost je 
namenjena za uporabo ob ročni nastavitvi števca opravila.
• TASK_KILL, pove urniku, da naj opravilo preneha klicati in ga izbriše iz kazalčne 
tabele. To je priporočen način zapiranja opravil, ker ročno zapiranje opravil s 
funkcijo task_kill ali task_kill_at ni zanesljivo in lahko povzroči 
nepričakovano zaklenitev izvajanja programa.
Zapiranje procesov s povratno vrednostjo pa sicer ni možno brez nastavitve 
brisalnega časa s pomočjo funkcijo tasks_set_clear_time. Funkcija določi minimalno, 
koliko prostega časa do izvajanja kateregakoli opravila mora urnik imeti, preden 
lahko začne izvajati zapiranje označenih opravil, nakar mora ponovno po prioritetah 
razvrstiti opravila. Čiščenje zaključenih opravil se lahko samo izvede po končanem 
izvajanja urnika, ker bi sicer lahko med ponovno prioritetno razvrstitvijo opravil 
















    
DDRB = 255;
T0_init(.001, F_CPU, 256, 4);
sei();
PORTB = 2;
task_start_delayed(5000, 1000, 0, pkgo);
    while (1) {}
}
5. 4 Branje senzorjev
5. 4. 1 Žiroskop, I2C protokol
V elektronskem delu izvedbe vozila sem omenil, da žiroskop in senzor pospeška 
MPU-6050 komunicirata preko i2c protokola, znan tudi kot TWI protokol (angl. Two 
Wire Interface protocol). Dve liniji, po katerih poteka prenos podatkov pri i2c 
protokolu, se imenujeta SCL (Serial Clock) in SDA (Serial DAta). Protokol bazira na 
principu komunikacije vladar/suženj (angl. master/slave) in tudi podpira možnost več 
vladarjev. Je zelo pogosto uporabljen protokol, ker za delovanje potrebuje samo dve 
povezavi.
Pri i2c komunikaciji se na koncih linij izkoriščajo odprti ponori/odprti kolektorji 
s pomnilnikom, kar omogoča uporabo iste linije kot vhod in izhod. Komunikacijo 
vladar prične z začetnim pogojem (angl. start condition). Začetni pogoj izvede tako, 
da prestavi SDA linijo iz visokega stanja v nizko stanje med visokim stanjem na liniji 
SCL. Ko vladar zahteva zaključitev prenosa podatkov, mora izvesti končni pogoj (angl. 
stop condition), ki se izvede kakor nasprotna izvedba začetnega pogoja. Linijo SDA 
prenese iz nizkega stanja v visoko stanje, medtem ko je linija SCL v visokem stanju. V 
primeru, da po končani iteraciji bralnega ali pisalnega cikla lahko vladar zahteva 
ponovni začetek komunikacije, kjer izvede ponovljeni začetni pogoj (angl. repeated 
start condition) na mestu končnega pogoja. To je uporabno v primeru komuniciranja z 
16 biti namesto 8 biti [11].
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Podatkovni prenos pri i2c protokoli primarno poteka po 8 bitov naenkrat. Na 
koncu vsakega prenosa 8 bitov prejemnik pošlje pošiljatelju še deveti bit, ki je znan 
kot ACK (Acknowledge) bit in pove pošiljatelju, če je prejemnik uspešno prejel 
podatek [11].
Preden lahko prične pošiljati ali zahtevati podatke, mora vladar seznaniti 
sužnje, s katerim sužnjem bo potekala komunikacija. Vsaka i2c naprava mora imeti 
določeni 7-bitni naslov, s katerim se identificira. Zato pred podatkovno operacijo 
vladar po prvem začetnem pogoju najprej po liniji pošlje 7-bitni naslov naprave, s 
katero želi izvesti podatkovni prenos, nato pa še en bit, ki določi, ali bo podatkovna 
operacija bralnega tipa ali pisalnega tipa, zatem pa še kot pri vseh 8-bitnih prenosih 
ACK bit. Šele tako lahko poteka prenos podatkov. Glede na to, ali gre za potek pisanja 
ali branja iz služabnikovega pomnilnika, velja naslednje:
• Pri bralni operaciji po naslavljanju služabnika mora vladar poslati naslov 
lokacije pomnilnika, s katere želi prebrati vrednost. Koliko bitov mora za 
določitev naslova prenesti, je odvisno od velikosti pomnilnika služabnika. Po 
določitvi naslova pomnilniške lokacije mora služabnik po linijah vladarju vrniti 
vrednost te lokacije pomnilnika.
• Pri pisalni operaciji po naslavljanju služabnika mora vladar ne samo določiti 
pomnilniški naslov, temveč tudi vrednost, ki jo želi vpisati v služabnikov 
pomnilnik.
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Mikroprocesor Atmega324PA je strojno opremljen z modulom za zelo 
učinkovito komunikacijo z I2C podpirajočimi napravami, vendar sta komunikacijska 
vhoda/izhoda nenastavljiva. Pri omenjenem mikroprocesorju sta ti dva kontakta 
PC0(SCL) in PC1(SDA). Preko sheme kompleta MIŠKO opazimo, da sta izhoda 
uporabljena za komunikacijo z zaslonom. Kakor sem že omenil pri elektronski izvedbi, 
je želeno, da zaslon ostane uporaben, torej je potrebno uporabiti programsko vodeno 
i2c komunikacijo po t.i. 'bit-blast' konceptu. Pri konceptu 'bit-blasting' gre za uporabo 
splošnonamenskih vhodno/izhodnih kontaktov kot komunikacijskih kontaktov 
namesto kontaktov, ki so vezane na specifično vgrajene module za komunikacijo. 
Za i2c komunikacijo z žiroskopom bom zato uporabili knjižnico i2csoft, ki so jo 
razvili pri eXtreme Electronics v Indiji [10]. Knjižnica zahteva, da se v njeni 'header' 
datoteki 'i2csoft.h' ustrezno določi kontakte, katere mislimo uporabiti kot SDA in SDL 
liniji za komunikacijo. Knjižnici je treba tudi določiti vhodne (PINx) in izhodne (DDRx) 
registre, kjer se krmilni biti za izbrane kontakte nahajajo. Pri izvedbi vozila sem se 
odločil za PA2 (tretji kontakt skupine A) kot SCL linija in PA3 (četrti kontakt skupine 
A) za SDA linijo. Izbral sem ta dva kontakta krmilnika, ker pri paketu MIŠKO PA3 ni v 
uporabi, PA2 pa je povezan na izhod potenciometra, katerega pri izvedbi vozila ne 
potrebujemo.
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Spreminjanje ostalih direktiv v datoteki 'i2csoft.h' je nepredlagano. Z omenjeno 
knjižnico lahko samo operiramo 8 bitov naenkrat, kar pomeni, da moramo sami 
zasnovati funkcije za branje in pisanje na žiroskop. 
Iz prikazane kode je razvidno, da nam knjižnica tudi poda možnosti za izvajanje 
začetnega in končnega pogoja komunikacije. V podani kodi '(0x68 << 1) | 0' 
predstavlja naslov žiroskopa, nadaljevano z bitom, ki pove napravi, da gre za izvedbo 
pisanja.
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Koda 6: Nastavitev komunikacijskih linij za mehko i2csoft komunikacijo
#define SCLPORT PORTA //TAKE PORTA as SCL OUTPUT WRITE
#define SCLDDR DDRA //TAKE DDRA as SCL INPUT/OUTPUT configure
#define SDAPORT PORTA //TAKE PORTA as SDA OUTPUT WRITE
#define SDADDR DDRA //TAKE PORTA as SDA INPUT configure
#define SDAPIN PINA //TAKE PORTA TO READ DATA
#define SCLPIN PINA //TAKE PORTA TO READ DATA
#define SCL PA2 //PORTA.2 PIN AS SCL PIN
#define SDA PA3 //PORTA.3 PIN AS SDA PIN
Koda 7: Funkcija za pisanje v pomnilnik žiroskopa
void ByteWriteToGyro(uint8_t adr, uint8_t data)
{
SoftI2CStart();
uint8_t a = SoftI2CWriteByte((0x68 << 1) | 0);
uint8_t b = SoftI2CWriteByte(adr);
uint8_t c = SoftI2CWriteByte(data);
SoftI2CStop();
if(!(a & b & c)){printf("Ack failed: %d, %d, %d", a, b, c);}
}




uint8_t a = SoftI2CWriteByte((0x68 << 1) | 0);
uint8_t b = SoftI2CWriteByte(adr);
SoftI2CStart();
uint8_t c = SoftI2CWriteByte((0x68 << 1) | 1);
uint8_t i = _SoftI2CReadByte(0);
SoftI2CStop();
if(!(a & b & c)){printf("Ack failed: %d, %d, %d", a, b, c);}
return i;
}
Proces branja žiroskopa se po naslavljanju naprave prične s pošiljko lokacije 
pomnilnika, zato moramo ob prenosu naslova označiti proces kot pisalno operacijo. 
Nato nadaljujemo s ponovljenim začetnim pogojem, nakar ponovno naslovimo 
napravo s pripetim bitom, ki pove napravi, da gre za branje z omenjenega naslova 
pomnilnika. Žiroskop nato vrne vrednost z želenega naslova pomnilnika, ki jo 
preberemo s funkcijo _SoftI2CReadByte(0).
Preden lahko začnemo z uporabo 'i2csoft', jo moramo inicializirati s klicem 
funkcije SoftI2CInit(). Pred pričetkom uporabe žiroskopa pa je smiselno inicializirati 
krmilne registre z vpisom vrednosti 0. Ti se nahajajo na naslovih 27, 28 in 107, in 
sicer so to registri z imeni 'GYRO_CONFIG', 'ACCEL_CONFIG' in 'PWR_MGMT_1' v 
istem zaporedju z naslovi [14].
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5. 4. 2 Potenciometer, AD pretvornik
Ker sem se pri izvedbi vozila odločil za krmiljenje smeri vožnje vozila za 
uporabo potenciometra, pritrjenega na krmilno ročico, je najlažji način odčitavanja 
vrednosti z analogno-digitalno pretvorbo. Za pretvorbo sem uporabil vgrajeni 10-bitni 
'zaporedno približevalni' (successive approximation) analogno-digitalni pretvornik 
mikrokontrolerja Atmega324pa [15].
Kot vse druge module procesorja je treba tudi ADP (Analogno-Digitalni 
Pretvornik) pravilno inicializirati. Poleg nastavitve registra 'ADMUX' in registrov 
'ADCSRA' in 'ADCSRB', kar so standardni za mikroprocesorje znamke 'AVR', je pri 
mikroprocesorju Atmega324pa potrebno še izklopiti digitalne komponente kontakta, 
na kateri mislimo izvesti branje analogne vrednosti. To storimo z nastavitvijo 
zaporednega bita ADC kontakta v register 'DIDR0' ali v 'DIDR1'[15].
Ker smo komplet MIŠKO zvezali tako, da nam samo preostane kontakt 'PA1' kot 
ustrezna povezava za AD pretvorbo[16], jo bomo uporabili za branje s potenciometra. 
Torej moramo nastaviti prvi bit v registru 'DIDR0', da izklopimo digitalno 
funkcioniranje kontakta. Nastavitev kanala AD pretvorbe se izvede z vpisom na 'MUX' 
bite registra 'ADMUX'. Za kontakt 'PA1' je AD kanal označen kot 'ADC1', torej 
moramo nastaviti 'MUX' bite na 1. V tem registru se tudi nastavi referenčno napetost 
za ADP z tremi levimi biti v registru. Za referenčno napetost smo izbrali notranji 
2.56V referenčni napetostni vir mikrokontrolerja[15].
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Inicializacijo nato nadaljujemo z nastavitvijo krmilnih registrov 'ADCSRA' in 
'ADCSRB'. Da ADP sploh pridobi napajanje, moramo zato vklopiti najbolj levi bit v 
registru 'ADCSRA', z imenom 'ADEN' (angl. ADC Enable). Ker je zelo uporabno, da 
ADP modul deluje avtonomno, bomo ob vklopu tudi nastavili bit 'ADATE' (angl. ADC 
Auto Trigger Enable).  Za zagon avtonomnega merilnega procesa ADP modula 
moramo prvo meritev začeti ročno s pisanjem bita 'ADSC' (ADC Start Conversion). Da 
vse to izvedemo, moramo torej v register 'ADMUX' pisati šestnajstiško vrednost 'C1'. 
Krmilni signal za avtonomni začetek meritev pa določimo v registru 'ADCSRB'[15].
S podatkovnega dokumenta mikrokrmilnika vidimo, da je nastavitev za 
avtonomno delovanje (angl. free running mode) izvedljiva z vpisom vrednosti 0 v 
register 'ADCSRB'[15].
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5. 5 Filtriranje odčitanih vrednosti
Kot pri vsakem vozilu je tudi pri vozilu segway ogromno različnih motenj, ki 
negativno učinkujejo na izmerjene vrednosti senzorjev. Pri izvedbi tega vozila je 
potreben premislek glede uspešnem odpravljanju teh motenj iz prebranih vrednosti z 
različnimi metodami filtriranja.
5. 5. 1 Nizkoprepustni filter
Ker je merilnik pospeška zelo dovzeten na mehanske vibracije in na splošno 
visokofrekvenčne mehanske motnje, je kritično, da izmerjene prebrane vrednosti 
zgladimo. Najenostavnejši in zadosti učinkoviti način glajenja je dušenje 
visokofrekvenčnih komponent s pomočjo nizkega sita (angl. low-pass). Ta filter bo 
samo omejeval dovoljeno hitrost naraščanja izmerjene vrednosti pospeška.
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Slika 29: Učinek nizkoprepustnega filtra na tresočo vrednost merilnika hitrosti[17]
V izvedbi programskega dela projekta lahko zelo enostavno programsko 
dodamo nizkoprepustni filter pri liniji, kjer preberemo vrednost pospeška z žiroskopa. 
V kodi sem to izvedel z linijo
kjer je 'fAngleRate' izhodna vrednost filtra, 'angle_rate' je surova vrednost 
pospeška, neposredno prebrana z žiroskopa, 'akFilter' pa nastavljena konstanta, ki v 
odstotkih omejuje strmino naraščanja zglajenega pospeška. Vrednost 'akFiltra' se 
oceni ročno, s preizkušanjem izhoda filtra. Vrednost nastavimo na tako vrednost, ki 
zadosti učinkovito zgladi izhod merilnika pospeška. Učinkovitost filtra je zelo odvisna 
od pogostosti klicanja te vrstice, kar pomeni, da bomo mogli v primeru spremembe 
frekvence branja iz merilnika pospeška tudi na novo oceniti konstanto 'akFilter'.
Z nizkim sitom bomo tudi filtrirali prebrano vrednost AD pretvornika, saj je ta 
tudi občutljiva na visokofrekvenčne motnje.
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Koda 11: Programski nizko prepustni filter z izmerjeni pospešek[18]
fAngleRate = (angle_rate * akFilter) + (fAngleRate * (1.0 – akFilter)),
Koda 12: Programski nizko prepustni filter za AD pretvornik krmilne palice[18]
steer = ((_steer * kFilter) + (steer * (1.0 - kFilter)))
5. 5. 2 Komplementarni filter
Komplementarni filter je preprosta alternativa za tako imenovani 'kalmanov' 
filter in je zelo primeren za 8-bitne mikroprocesorje[18], še posebej ob uporabi urnika 
opravil, saj je kratek izvajalni čas zelo pomemben. Pri izvedbi vozila sem uporabil 
komplementarni filter za čiščenje vrednosti kota žiroskopa. Komplementarni filter se 
implementira preko sledeče enačbe:
Enačba 2: Oblika komplementarnega filtra[18]
kjer je 'angle' izhodna vrednost kota, 'gyrData' je kotna hitrost, neposredno 
prebrana z žiroskopa, 'accData' kotni pospešek, posredno izračunan iz horizontalnih 
komponent pospeška, prebranih z žiroskopa, 'dt' pa minuli čas od zadnje meritve. 
Filter nam olajša kvaliteto izračunanega kota s kombiniranjem dveh komponent. 
Uporabi velik delež izmerjene kotne hitrosti, ker je ta odporna na visokofrekvenčne 
motnje, vendar vrednost počasi uhaja tudi v mirujočem stanju senzorja. Problem 
drsenja se odpravi zaradi majhne dodatne komponente kotnega pospeška, ki pa ne 
uhaja, veliko pa poskakuje[18]. Izkaže se, da kombiniranje teh dveh komponent pri 
danih odstotkih zelo zagotavlja učinkovito meritev kota.
V navedeni liniji kode je oblika komplementarnega filtra razvidna. 
Spremenljivka z imenom 'angle' je izhodna vrednost filtra in predstavlja trenutno 
vrednost kota, 'angle_rate' prinaša izračunano kotno hitrost, 'aangle_rate' pa 
izmerjen kotni pospešek. Vrednost spremenljivke z imenom 'timer' je sešteto število 
milisekund, odkar je potekal prejšnji izračun. Da dobimo fizični časovni interval med 
izračuni, moramo spremenljivko deliti z 1.000. Spremenljivki prištevamo milisekunde 
v procesu z visoko prioriteto.
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Koda 13: Programska implementacija komplementarnega filtra pri izračunu kota
angle = (angle + (angle_rate * (((double)timer) / 1000.0)) ) * .98 + .02 * aangle_rate
angle=0.98∗(angle+gyrData∗dt )+0.02∗(accData ) ,
5. 5. 3 Povprečna vrednost
Potenciometer mora biti nastavljen v takšen začetni položaj, ki pusti dovolj 
prostora za dolge nagibe krmilne palice v obeh smereh. Ker je ta položaj 
potenciometra ravno na sredini  vrtljivega prostora potenciometra, bomo morali med 
vožnjo od trenutne izmerjene vrednosti z AD pretvornika odšteti pristransko vrednost 
(angl. bias), katero bomo izmerili pred zagonom opravila za pogon motorjev. Proces 
za izračun te pristranske vrednosti je sledeč:
Da proces pravilno deluje, mu moramo iz glavne niti ob zagonu poslati 
sporočilo z dolžino vsebine 0, ker bomo namesto vsebine sporočila uporabljali 
spremenljivko dolžine sporočila kot števec odmerkov. Odmerke ADP meritev bo 
proces prišteval h globalni spremenljivki 'adcAvg', dokler ne doseže število odmerkov 
konstante spremenljivke 'adcAvgUntil'. To se zgodi pri zadnjem klicu procesa, ko 
izračunamo povprečno vrednost AD pretvornika.
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Koda 14: Proces za povprečenje izmerjenih vrednosti potenciometra preko ADP
int AverageAdc(task* t)
{














5. 6 Pulznoširinski modulator
Pri izvedbi vozila krmilimo motorje z običajno pulzno širinsko modulacijo (angl. 
PWM). Pri tej metodi krmiljenja motorjev pošiljamo pulze na krmilne vhode krmilnika 
motorjev z isto frekvenco, vendar z določeno pulzno širino (angl. Duty Cycle). Širina 
pulza določi izhodno moč motorjev, kar ima nato vpliv na hitrost vrtenja in navor. 
Mikrokrmilnik Atmega324pa vsebuje tri različne PŠM module, ki delujejo preko 
časovnikov: dva 8-bitna in en 16-bitni[15]. Za višjo ločljivost med stopnjami pulzne 
širine in za možnost bolj natančne določitve frekvence bom uporabil 16-bitni 
časovnik, ki ga bom nastavil na frekvenco 15.5kHz, ker so resonančne izgube pri tej 
frekvenci motorjev zanemarljive (ne sliši se piskanje motorjev). Bistveno je, da en 
PŠM modul lahko generira dva neodvisno krmiljena signala, saj krmilimo dva 
motorja. Za 16-bitni PŠM modul se izhoda nahajata na kontaktih 'PD4' in 'PD5'.
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Slika 30: Primer PŠM signalov pri različnih širinah[19]
5. 6. 1 Nastavitev
Časovnik/števec 1 (Timer/counter 1) se nastavi preko registrov 'TCCR1A', 
'TCCR1B', 'TCCR1C'. Časovnik PŠM signal generira s primerjanjem štete vrednosti z 
vrednostima, ki se nahajata v registrih 'OCR1A' in 'OCR1B' (obe vrednosti sta 
razdeljeni v visoke in nizke registre). Ko sta vrednosti posameznega 'OCR1x' registra 
in vrednost časovnika, ki se nahaja v 'TCNT1' registrih enaki, se stanje na 
posameznem 'OC1x' izhodu spremeni. Kakšna sprememba se zgodi, se nastavi s 
prvimi štirimi biti v registru 'TCCR1A' in z nastavitvijo načina generiranja PŠM 
signala. Način generiranja signala je odvisen od 'WGMxx' (angl. Waveform 
Generation Mode) bitov, ki pa se nahajajo v obeh registrih 'TCCR1A' in 'TCCR1B'.
Iz tabele '17-7.' podatkovnega lista mikrokrmilnika Atmega324pa[15], lahko 
razberemo, da se PŠM način, ki omogoča nastavljiv vrh, kjer se stanje 'OC1x' izhodov 
ponastavi, za oba PŠM signala, imenuje 'PWM, Phase Correct'[15]. Da omogočimo ta 
način generiranja 'PŠM' signala, moramo vklopiti bita 'WGM13' in 'WGM11'.
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Sprememba izhodnega stanja, ki naj se zgodi ob ujemanju vrednosti v 'OCR1x' 
registrih, je preklapljanje visokega v nizko stanje in obratno, torej prve štiri bite v 
registru 'TCCR1A' vse postavimo na 1, kakor je razvidno v tabeli '17-5.' v 
podatkovnem dokumentu[15].
PŠM signal se generira preko časovnika, zato moramo tudi nastaviti delilnik 
ure. Za časovnik 1 se nastavi delilnik v registru 'TCCR1B' z desnimi tremi biti 
registra. Izkaže se, da lahko 15.5kHz PŠM signal lahko samo dosežemo pri 
keramičnem resonatorju, vključenem v MIŠKO komplet, če deljenja urinega signala 
ni. Štetje časovnika 1 vklopimo z vključitvijo prvega bita v 'TCCR1B' registru.
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Pri fazno pravilni generaciji časovnik šteje navzgor, dokler ne doseže vrednosti 
posameznega registra 'OCR1x', kjer se glede na nastavitev posamezni 'OC1x' izhod 
postavi ali na visoko ali nizko stanje. Ko časovnik doseže vrednost 'TOP', ki jo 
nastavimo z registroma 'ICR1', začne šteti časovnik nazaj navzdol proti vrednosti 
'BOTTOM', ki je enaka 0. Med štetjem ponovno naleti na vrednost, ki je enaka 
vrednosti posameznih 'OCR1x' registrov, nakar ponovno spremeni stanje 
posameznega 'OC1x' izhoda. Tako lahko z nastavitvijo 'ICR1' registrov nastavimo 
frekvenco PŠE signala, s spreminjanjem registrov 'OCR1x' pa spreminjamo pulzno 
širino signala.
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Smiselno je tudi pri inicializaciji ponastaviti vse registre za krmiljenje pulzne 
širine na 0. To prepreči nenameravan zagon motorjev. Register 'TCCR1C' lahko tudi 
postavimo na vrednost 0, saj ne vsebuje bitov, ki pripomorejo k nadzoru PŠE signala.
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Koda 15: Nastavitev PŠE modula časovnika/števca 1
void Init1PWM()
{










5. 6. 2 PID regulacija
Proporcionalno-integrabilno-diferencialni nadzor sistemov je najbolj pogosto 
uporabljeni algoritem nadzora sistemov v industriji[20]. Pid sistem nadzora je sistem 
nadzora, ki približuje vrednost na izhodu proti referenčni vrednosti, ki jo sistem 
pridobi na vhodu s pomočjo povratne zanke. Na vhodni stopnji sistem izračuna 
napako izhodne vrednosti in preko nje in številnih komponent izračuna izhodni odziv. 
To so proporcionalna, integralna in diferencialna komponenta. Diferencialna 
komponenta se redko uporablja, ker se izkaže, da je v večini realnih primerov 
občutljiva na motnje, ki lahko povzročijo, da sistem nedušeno zaniha.
Vendar se izkaže, da je pri izvedbi vozila segway ravno diferencialna 
komponenta uporabna. Za PID krmiljenje sem uporabil proporcionalno in 
diferencialno komponento. Koda za izračun momenta motorjev se glasi:
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Slika 34: Primer PID Krmilnega sistema[21]
Koda 16: Formula za izračun 'balancirnega momenta'
bMoment = (11.0 * ar) - (18.0 * b);
Kjer je 'ar' kotna hitrost (angl. angle rate), 'b' kot med normalo vozila in 
normalo tal, predpone pa sta konstante PID sistema. Te konstante je potrebno 
smiselno spreminjati, dokler se vozilo ne poravna in stabilizira samodejno brez 
uporabnika in se adekvatno premika pri vožnji, da uporabnika ne prevrne.
Spremenljivka 'bMoment' predstavlja 'ravnotežni moment' in je lahko negativna 
ali pozitivna. Program s pomočjo predznaka vrednosti spremenljivke  določi, v katero 
smer se mora vozilo pospešiti, da sistem postane stabilen. Ker pa želimo, da se lahko 
lahko vozilo na mestu obrača z implementacijo krmilne ročice, moramo upoštevati, da 
se lahko vsako kolo vrti v svojo smer. Pri pravilnem izračunu 'pwm' vrednosti za 
posamezen motor bo možno pri nagibu vozila ustaviti posamezno kolo s premikom 
krmilne ročice v njegovo smer. Tak način krmiljenja se doseže z naslednjo kodo:
kjer je razvidno, da se vrednost krmilne ročice pri prvem kolesu prišteva, pri 
drugem pa odšteva. Preostane samo še določitev smeri vrtenja vsakega motorja.
Nato se lahko krmilna signala motorjev vpišeta v posamezen 'OCR1x' register.
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Koda 17: Končni izračun 'pwm' signala z momentom in krmilno ročico
motor = round(steer + bMoment);
_motor = round(-steer + bMoment);,
Koda 18: Krmiljenje signalov za določitev smeri motorjev
if(motor > 0)
{












PORTD |= (1 << PORTD6);
}
6. Rezultati in predlagane izboljšave
Vozilo učinkovito deluje na gladkih površinah, na grobih površinah (npr. asfalt) 
pa se zaradi povečanega trenja med gumami in površino tal začnejo mosfet 
tranzistorji krmilnika motorjev bolj greti, vendar pa deluje kakor načrtovano. Ni zelo 
učinkovito pri vožnji z naklonom. V primeru, da naleti na oviro, v katero se ujame in 
se ne more takoj te ovire osvoboditi, se tok čez odklopno stikalo hitro poveča in 
povzroči odklop stikala.
Predlagal bi, da bi namesto odklopnega stikala za zaščito vezja uporabili 
omejevalnik toka, ki bi prepustil samo takšno veličino toka, kot bi ga vozilo 
potrebovalo oz. preneslo. V tem primeru bi bilo smiselno, da bi se količina 
dovoljenega toka povečala s spremembo kota.
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