Abstract
Introduction
The World Wide Web technology arose in 1990 when Tim Berners-Lee pointed out the necessity of implementing an information management system to prevent the loss of information [1] . The World Wide Web consortium (W3C) was founded in October 1994 to standardize and implement protocols and to promote the evolution of a World Wide Web technology. Since then, this technology has become the main driving application of the Internet as well as the most influential paradigm in the information system arena.
Originally developed in the scientific community, the Web quickly developed to a highly significant platform of commercial and social importance. As of March 2008 over 106.7 million Web sites are registered of which 74% were commercial or other sites operating in the .com generic top-level domain 1 With the continuous raise of data transmission rates especially in Internet access the graphical overloading of Web presentations increased as well. This results in Web pages requiring several tens of resources which have to be requested separately from the Web server in order to layout and render the . Even 19 years after the birth of the Web, the core technologies constituting it are still in place: HTTP [5] as the protocol to request resources from a Web server and HTML [11] as the language to express hypertext documents. This underlying fundament has been the target of various enhancements to provide means for the evolving requirements posed by the commercialization and socialization of the Web, but there have never been disruptive fundamental changes to address them.
In its first years the provision of scientific and mainly textual information was the primary target of the Web. With the increased commercialization of the Web its face changed. HTML authors demanded more control over page layout, which resulted in the widespread introduction of images, style sheets and scripts to purely layout and position elements on a Web page.
Packaged HTTP: Reconsidering Web Efficiency Nils Gruschka, Luigi Lo Iacono, Namhi Kang page. Table 1 gives examples containing some of the top 10 Web sites in the U.S 2 . It shows the number of resources referenced and located on the server from which the HTML document has been requested. The average is around 50 local resources with some being largely above 100 local resources. Table 1 . Number of local resources of selected "Welcome-Pages" (sites accessed on Jan. 16, 2009) This paper discusses and reconsiders Web efficiency in light of this issue. First, available Web optimization approaches are reviewed in terms of request minimization. Then, the paper proposes an approach which significantly reduces the number of request/response pairs to be processed per page. Especially in contexts in which the cache is empty or its freshness requires validation. This complements existing caching technology and enhances parts of it in terms of request minimization. Before the paper closes with conclusions and an outlook, the prototype implementation and the obtained evaluation results are shown.
Optimization Approaches
To address the above mentioned issue, that arise with the steadily increasing beautification of the Web, several technologies have been developed and integrated into HTTP/1.0 [2] and further enhanced respectively refined in HTTP/1.1 [5] -the version of HTTP in common use -with the main focus on reducing the data transfer costs and the user-perceived latency in particular [8] .
Caching mechanisms are the most important amongst these technologies. Web caches can be deployed in a variety of ways [9] , since resources are requested often by many users, or repeatedly by a given user. User agent caches, such as those in Web browsers, are private caches, operating on behalf of a single user. Forward proxy caches are usually deployed by Internet service providers and institutions to save transfer costs. Reverse proxy caches operate on behalf of the origin server and are indistinguishable to it for the clients. They are commonly used for load balancing or accelerating purposes. User agent caches and reverse proxies are the most common.
To control the caches, HTTP defines three different mechanisms [5] . The expiration model enables a cache to return a response without re-checking it on the origin server and without violating semantic transparency (i.e. the client receives exactly the same response that it would have received had its
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Volume 2, Number 1, March 2010 request been handled directly by the origin server). In this model the server has a means to say how long a requested resource stays fresh so that an user agent can cache the response and re-use it until its cache is no longer fresh. The Expires header specified in HTTP/1.0 allows the server to set the date and time of when the resource will become stale. Due to issues regarding synchronized clocks, in HTTP/1.1 the Expires header has been replaced by the Cache-Control header which uses the number of seconds the resource will be considered fresh instead of a specific timestamp and includes additional control means, such as the caching of authenticated and secured resources. The validation model can be used to ascertain whether a cached response is still good after it becomes stale. Like the expiration model, there are two HTTP headers that control validation. The Last-Modified header is defined in HTTP/1.0 and is sent by the server containing the timestamp signaling the client when the resource was last modified. Suffering again from clock synchronization issues it has been replaced in HTTP/1.1 with the Etag header. An Etag is a string generated by the server that uniquely identifies a resource in such a way as to change whenever the resource does. A common Etag value is the MD5 hash of the resource or of the resources URL and its timestamp. The client can then request the status of its cached responses by sending a GET request to the server including an If-Modified-Since and/or If-None-Match header. In case the cached resource is still valid, the server sends a 304 Not Modified response without the resource itself.
As a side effect of other requests that pass through the cache, the invalidation model invalidates cached responses if the URL associated with them is subsequently issued as a POST, PUT or DELETE request.
Besides caching mechanisms several additional mechanisms have been introduced to further reduced the user-perceived delay including  pipelining allowing user agents to send multiple requests before a previous response has been received to the first one,
 connection reuse where a connection could be reused for more than one request avoiding the need to re-negotiate the TCP connection after the first request has been sent, and  the maintenance of multiple simultaneous TCP connections between a client and a server.
Note, that the latter optimization mechanism has to be treated with care in the context of SSLsecured TCP connections because of the computational heavy SSL handshake protocol.
The goal of caching in HTTP (and of course in other communication protocols as well) is to eliminate the need to send requests and to eliminate the need to send full responses respectively. The former reduces the number of network round-trips required and is based on the expiration model. The latter reduces the amount of data to be transferred and is realized using the validation model. The optimum is of course reducing the overall required requests to be sent. In [12] , it is for example ranked as the most important issue in relation to high-performance Web sites. The development and frequent usage of techniques in higher layers than HTTP like CSS image spiriting -which consolidates small icons into a single meta-image -further emphasizes the importance of request minimization. In the HTTP layer, this optimum is already realized by the expiration model. However, in the cases, in which the cache is empty or requires validation, the amount of requests is not minimized at all. Moreover, to implement an effective usage of the available caching mechanisms and more explicitly of the expiration model, the site's administrators and Web application developers need to know and follow certain rules, otherwise the expiration model is not exploited and boils down to the validation model. Finally, this topic has been considered so far mostly from the user-perceived latency perspective, but other aspects such as the reduction in power consumption brings-in a new set of requirements, demanding for more eco-efficient approaches [13] . This paper addresses these issues and introduces a mechanism which complements the existing caching mechanisms and reduces the number of requests to be generated, sent and processed significantly in cache filling or refreshing cases.
Packaged HTTP
The underlying idea proposed in this paper is to package together all local resources referenced inside a static or dynamically generated hypertext resource (i.e. an HTML page) to eliminate subsequent requests to the Web server. Thus, the response carries not only the requested HTML page, but contains all resources referenced in this HTML page and residing on the origin server. This reduces the number of request/response pairs from the potentially relatively large amount of requests (as shown in the examples in Table 1 ) to exactly one request and one response. The required enhancements on the server-side and on the client-side as well as integration considerations are discussed in the following.
Protocol and Package Format
The integration of the proposed approach into the global Web is challenging, since there will be user agents and servers which eventually support the Packaged HTTP approach and ones which do not. To address this issue and be backwards compatible, the introduction of a specific request header for the HTTP request as well as a specific MIME type for the HTTP response is required.
User agents which are Packaged HTTP enabled can explicitly request a packaged hypertext document by adding the identifier string 'application/x-httpp' to the Accept header (strategies in which situations an user agent should ask for a packaged hypertext document are discussed in Section 3. Servers which do not support Packaged HTTP will simply ignore the unknown user agent's Accept options and will process the request as a conventional HTTP request. Servers which are Packaged HTTP enabled know how to interpret the addition to the Accept header and will act as described in the following Section 3.2. To signal back to the user agent, that the request for a packaged hypertext document has been satisfied by the server, the Content-Type of the HTTP response is set to
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Volume 2, Number 1, March 2010 'application/x-httpp'. The response is then packaged as a multipart MIME message to carry the bundled resources following the specifications provided by [10] . Although [10] already defines a mechanism to package document formats consisting of a root resource and a number of distinct subsidiary resources referenced by URIs within that root resource such as HTML, Extensible Markup Language (XML) [4] , Portable Document Format (PDF) [3] and Virtual Reality Markup Language [7] , the focus is on HMTL transport via Email. In order to make use of this specification in the scheme proposed here it needs to be tailored, as well as enhanced, to the requirements of HTTP and especially to the caching mechanisms within HTTP. First of all, only absolute URLs should be used to refer and identify MIME message parts. This is required for the cache, since the URL of a resource is used as the key to reference it within the cache. Then the response headers required for the expiration as well as the validation model should be included for each MIME part. In the above listing these are the Cache-Control and Etag headers. Finally the images or other binary data need not be transmitted with a Base64 [6] encoding in order to save data transmission costs as well as processing costs for encoding and decoding.
Server-side Enhancements
To enhance existing Web servers with this approach the request processing workflow needs to be slightly changed. First of all, two new components are required in order to construct the Packaged HTTP response:
This filtering component needs to inspect the requested hypertext root document for all its referenced resources located on the same server. The output of this module is the altered hypertext document and a list of file handles which are required by the following resource packaging component to construct the response bundle.
 Resource packaging component:
This module constructs the response package as described above. It bundles the requested hypertext document with all of its referenced local resources into one single package.
The integration of these two components can easily be performed as an output filter. If the HTTP response contains an HTML document (i.e. if the MIME type is 'text/html'), then the Packaged HTTP output filter first applies the hypertext filtering component to the HTML page, retrieves all required local resources and finally constructs the Packaged HTTP response message.
Client-side Enhancements
In order to support the proposed approach at the client-side, the Web browser must understand the Packaged HTTP message format (see Section 3.1) being replied on the preceding request. It can then extract the hypertext document from the received package and can store the additional resources in its cache. On this basis, the user agent can finally parse and render the Web page equivalent to the expiration model considering the retrieve packaged resources as fresh.
The user agent's strategies to call for packaged resources depend on the status of the cache. In case the cache is empty or requires validation the user agent should request the root document with a GET request containing the enhancement introduced in Section 3.1. Otherwise, the user agent continues its standard behavior. To measure and evaluate the properties of the proposed Packaged HTTP scheme, three synthesized Web pages have been created containing 20 (120 KB in total), 50 (300 KB in total) and 100 (600 KB in total) resources all served by the one server (similar to Table 1 ). The command line network tools wget is used as user agent. In this setting, the peak CPU usage to serve the request at the server-side implemented entirely in Java. The Jetty server is based on a simple architecture and is basically orchestrating between a collection of Connectors that accept HTTP connections, and a collection of Handlers that service requests from the connections and produce responses, with the work being done by threads taken from a thread pool. Thus, in order to implement the Packaged HTTP approach a Jetty Handler has been implemented which includes the two components introduced in Section 3.1. The implementation has been based on the included Resource Handler which serves static content and handles If-Modified-Since headers only (it does not set headers to support the expiration model).
Implementation and Evaluation
4, the amount of data transferred and the request latency is evaluated. The Packaged HTTP approach is compared to the cases in which the user agent cache is empty and in which the freshness of the user agent cache requires validation. In both cases all required resources are requested by separate HTTP requests whereas for the latter case a completely up-to-date cache is employed by returning HTTP 302 responses without any body content. The results obtained are shown in Table 2 .
Table 2: Evaluation Results
The results proof a high advantage of the HTTP Packaged approach regarding delay and CPU usage. This is due to the drastically reduced number of requests the server needs to receive, process and response to.
As expected, the improvement is especially noticeable if compared to the case where the cache is empty and the user agent is required to retrieve all resources. For site 3 for example the delay is reduced by factor 7 and the CPU usage by more than factor 3.
But even in the case where the stale cache is validated and only HTTP responses without content are returned, the CPU usage as well as the delay can be reduced by using the proposed approach. Here the advantage (again regarding site 3) is around factor 2 for the delay and factor 3 for the CPU usage.
The amount of data to be transferred between the user agent and the server is nearly equal for the empty cache case and Packaged HTTP. Much less data needs to be transferred in the case in which the stale cache is being validated and the cached resources are still valid. However, since data transmission costs are decreasing but data center energy costs are increasing, this property of the Packaged HTTP approach might not carry much weight.
Conclusion and Outlook
The proposed Packaged HTTP approach provides a novel scheme to deal with Web efficiency. The underlying idea to package a root resource and the subsidiary resources referenced by URIs within that root resource into one bundle enables one to minimize the number of requests required to obtain all of
