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RESUMO
Título: INTERFACE DE CONTROLE PORTÁTIL PARA CICLISMO POR ESTIMULA-
ÇÃO ELÉTRICA FUNCIONAL
Autor: Guilherme Lustosa Ricarte
Orientador: Prof. Antonio Padilha Lanari Bó
A estimulação elétrica funcional (EEF) tem sido adotada para provocar a contração mus-
cular e promover a execução de exercícios por indivíduos com lesão medular (LM). Vários
benefícios são observados na aplicação dessa técnica, como melhora na função cardiovascu-
lar, aumento da massa muscular, redução da perda de massa óssea, melhora no metabolismo.
No entanto, devido à complexidade desses sistemas pode ser bastante complicado para os te-
rapeutas e pessoas com LM utilizarem a EEF. Outra grande limitação para esses sistemas é a
falta de modularidade e flexibilidade na troca ou adição de recursos, como sensores e estimu-
ladores. Este trabalho apresenta um sistema modular e flexível para ciclismo por estimulação
elétrica funcional que possui uma interface gráfica de controle portátil. Essa solução foi em-
barcada em um computador de placa única de tamanho reduzido, Raspberry Pi 4 e utilizou o
Robot Operating System (ROS) para comunicação dos dispositivos. A biblioteca roslibjs, por
meio de um servidor websocket, possibilitou a comunicação da interface gráfica com o ROS.
A implementação da interface gráfica utilizou as linguagens JavaScript, CSS e HTML. Os
resultados mostraram que a utilização da interface gráfica não alterou de forma significativa
a demanda por recursos da CPU da Raspberry Pi 4, mantendo a média de 80% da utilização
dos seus recursos após iniciado o sistema. Também apresentou que o número de clientes
simultâneos para o servidor websocket não é um gargalo para essa aplicação, pois o teste de
carga simulando 1000 clientes não apresentou erro na transmissão de dados. Adicionalmente
foi apresentada a validação preliminar do sistema por meio de um experimento piloto com
um participante com LM que obteve todo o controle através de seu celular, proporcionando
a portabilidade do sistema.
ABSTRACT
Title: PORTABLE CONTROL INTERFACE FOR CYCLING BY FUNCTIONAL ELEC-
TRICAL STIMULATION
Author: Guilherme Lustosa Ricarte
Supervisor: Prof. Antonio Padilha Lanari Bó
Functional electrical stimulation (FES) has been adopted to elicit muscle contraction and
promote the performance of exercises by individuals with spinal cord injury (SCI). Several
benefits are observed in the application of this technique such as improvement in cardio-
vascular function, increase in muscular mass, reduction of bone mass loss, improvement in
metabolism. However, due to the complexity of these systems it can be quite complicated
for therapists and people with SCI to use FES. Another major limitation for these systems
is the lack of modularity and flexibility in the exchange or addition of resources, such as
sensors and stimulators. This work presents a modular and flexible system for cycling by
functional electrical stimulation that has a portable control graphic interface. This solution
was embedded on a small, single-board computer, Raspberry Pi 4, and used the Robot Ope-
rating System (ROS) to communicate the devices. The roslibjs library, through a websocket
server, provides the communication with the graphic interface and the ROS. The implemeta-
tion of the graphical interface used JavaScript, CSS and HTML. The results showed that the
use of the graphical interface did not significantly change the demand for CPU resources of
the Raspberry Pi 4 maintaining an average of 80 % of the use of its resources after starting
the system. It also showed that the number of simultaneous clients for the websocket server
is not a bottleneck for this application since the load test simulating 1000 clients did not
present an error in data transmission. Additionally, the preliminary validation of the system
was presented through a pilot experiment with a participant with SCI who obtained all the
control through his cell phone providing system portability.
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2.1 Exemplos de estudos envolvendo técnicas de reabilitação de pacientes com




A medula espinhal é responsável, entre outras tarefas, por conectar os impulsos elétri-
cos do cérebro aos músculos. Uma lesão na medula espinhal (LM) pode interromper essa
comunicação e ser responsável por alterações nas funções motoras ocasionando a paralisia
ou paresia dos membros. No Brasil a incidência é de 40 casos novos/ano/milhão de habitan-
tes, ou seja, cerca de 6 a 8 mil casos novos por ano, sendo que destes 80% das vítimas são
homens e 60% se encontram entre os 10 e 30 anos de idade [4].
Indivíduos com LM geralmente apresentam alteração na sensibilidade dos reflexos super-
ficiais e profundos [5], piora do funcionamento dos sistemas cardiorrespiratório, gastrintes-
tinal, geniturinário, alteração da sudorese, perda do controle de temperatura corpórea, atrofia
muscular, fragilização óssea o que resultam em baixa independência e qualidade de vida [6].
A aplicação de técnicas de reabilitação são precedidas por uma avaliação de um fisiote-
rapeuta que define um protocolo de tratamento a partir da necessidade do indivíduo. Alguns
métodos de reabilitação utilizam impulsos elétricos aplicados aos músculos por meio de ele-
trodos em uma intensidade e largura de pulso suficientes para evocar a excitação muscular e
auxiliam pacientes com LM no processo de readaptação e reinserção nas atividades diárias
[7]. Essa técnica de contração muscular através de impulsos elétricos é conhecida como es-
timulação elétrica funcional (EEF) e as modalidades convencionais de exercícios utilizando
a EEF estão associadas ao remo, ciclismo, caminhada, natação e outros derivados.
Além da aplicação da EEF em reabilitações, essa técnica também tem sido aplicada em
competições. Em 2013, foi introduzido um campeonato chamado Cybathlon, que tem o obje-
tivo de promover ainda mais o desenvolvimento de um sistema de assistência adequado para
uso diário entre indivíduos com deficiência física. No Cybathlon as pessoas com deficiência
física competem entre si nas tarefas do dia a dia, com o auxílio de dispositivos auxiliares
avançados, incluindo o ciclismo assistido por EEF [8].
Vários estudos apresentam os benefícios do ciclismo assistido por EEF para a saúde de
indivíduos com LM como a melhora na função cardiovascular, aumento da massa muscular,
redução da perda de massa óssea, melhora no metabolismo [9, 10, 11]. No entanto, uma
grande dificuldade é encontrada na utilização de sistemas de reabilitação associados a EEF.
Essa dificuldade decorre da complexidade desses sistemas que torna mais difícil a interação
1
1
do profissional da saúde e do paciente no processo de reabilitação. Essa diminuição da
interação pode interferir de forma negativa no desempenho dos resultados adquiridos da
reabilitação [12]. Outro aspecto relacionado a essa interação é a necessidade do constante
monitoramento de todo o processo, pelo profissional da saúde, a fim de manter a segurança
do paciente.
As soluções apresentadas na literatura para o ciclismo assistido por EEF tem diferentes
contextos de utilização. Esses contextos incluem competição, estudos clínicos, mobilidade
do ciclista com deficiência motora e aplicações comerciais. Apesar de apresentarem dife-
rentes objetivos essas soluções têm dificuldades comuns como falta de modularidade (os
sensores e estimuladores não são programados como módulos), flexibilidade (não permite a
adição de novos módulos sem grande esforço computacional), portabilidade (não é acessí-
vel por dispositivos móveis) e reusabilidade dos recursos gráficos (os recursos gráficos não
podem ser reaproveitados em diferentes contextos de aplicação de EEF) [13, 14, 15, 16].
Essas características dificultam a adição ou troca de recursos no sistema (estimulado-
res, sensores) e diminuem a intercambiabilidade de soluções e as comparações de resultados
entre grupos de pesquisa. Este trabalho buscou implementar uma solução utilizando o mid-
dleware Robot Operating System (ROS) que permite a comunicação e modularização dos
equipamentos, também utilizou as linguagens JavaScript, HTML, CSS para a concepção da
interface gráfica e a tecnologia websocket para proporcionar a portabilidade do sistema.
1.2 DEFINIÇÃO DO PROBLEMA
Considerando a complexidade dos sistemas de ciclismo assistidos por EEF, a necessidade
de interação do profissional de saúde e do paciente com a reabilitação e a importância do
constante monitoramento do processo. Assim como, os benefícios na troca de soluções
entre grupos de pesquisa, e a capacidade de comparação de resultados. Surgem as questões
centrais deste trabalho:
• Quais requisitos uma interface necessita para que o terapeuta e o paciente possam
manter o monitoramento e o controle das atividades no processo de reabilitação?
• Como propiciar que essa solução seja modular, portátil e reutilizável para ciclismo por
estimulação elétrica funcional?
Essas questões são abordadas no contexto do projeto Empoderando Mobilidade e Au-
tonomia (EMA), que visa desenvolver tecnologias assistivas voltadas para pessoas com di-
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ficuldade de locomoção. Utiliza-se um triciclo assistido por estimulação elétrica funcional
para pesquisa e desenvolvimento de uma solução modular que implemente uma interface de
controle portátil para ciclismo por estimulação elétrica funcional.
1.3 OBJETIVOS
1.3.1 Objetivo principal
Desenvolver e realizar validação preliminar de uma interface de controle portátil para ci-
clismo por estimulação elétrica funcional. Essa interface deve permitir a interação do usuário
com o sistema em tempo de execução, sendo modular, flexível, reutilizável e portátil.
1.3.2 Objetivos secundários
• Investigar os tipos de parâmetros e variáveis que devem ser disponibilizados aos usuá-
rios e quais recursos gráficos possibilitam a aplicação do sistema em diferentes escopos
do ciclismo assistido por EEF;
• Desenvolver a funcionalidade de modificação de parâmetros em tempo de execução
para sistemas em ROS, aplicados ao projeto EMA;
• Implementar uma solução portátil para o ciclismo assistido por EEF que seja compa-
tível com a maioria dos dispositivos móveis atuais;
• Desenvolver uma interface gráfica para o ciclismo assistido por EEF que possibilite a
reusabilidade em diferentes aplicações de EEF;
• Implementar e documentar aspectos da solução que permitam a reutilização de códigos
e a modularização, e flexibilização dos processos;
• Realizar validação preliminar do sistema em experimentos piloto com indivíduo com
lesão medular.
1.4 ORGANIZAÇÃO DO MANUSCRITO
O Capítulo 2 apresenta uma revisão bibliográfica das classificações de software aplicados
a dispositivos médicos, assim como, uma explanação sobre a estimulação elétrica funcional
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e uma apresentação do Robot Operating System e do estado da arte dos sistemas de ciclismo
assistidos por EEF.
O Capítulo 3 detalha os materiais e métodos utilizados neste trabalho, descrevendo as
características da solução, os componentes mecânicos e eletrônicos que foram adaptados ao
sistema para este fim e como foi aferido o desempenho do sistema.
O Capítulo 4 apresenta os resultados da proposta de uma interface de controle portátil
para ciclismo por estimulação elétrica funcional que permite a mudança dos parâmetros em
tempo de execução utilizando ROS e a discussão desses resultados.
O Capítulo 5 apresenta as conclusões do trabalho e propõe melhorias e trabalhos futuros.
4
REVISÃO BIBLIOGRÁFICA
Esse capítulo apresenta uma revisão bibliográfica dos seguintes temas: tipos de reabilitação
e atividade física para pessoas com lesão medular, utilização da EEF como parte da reabili-
tação para pacientes com lesão medular, importância do software para esses sistemas e sua
regulação no Brasil, Robot Operating System (ROS) e estado da arte do ciclismo assistido
por EEF.
2.1 ESTIMULAÇÃO ELÉTRICA FUNCIONAL
A Estimulação Elétrica Funcional (EEF) é uma técnica que utiliza impulsos elétricos
para estimular os nervos periféricos. O estímulo elétrico pode ser aplicado em qualquer
lugar ao longo do comprimento do nervo, desde sua origem até seu ponto motor, onde ele
se conecta ao músculo. A carga elétrica necessária para ativar uma contração muscular por
estimulação direta das fibras musculares é muito grande para ser aplicada repetidamente com
segurança [17]. Os nervos motores periféricos estimulados que inervam o tecido muscular
proporcionam a atividade muscular mesmo que os músculos estejam fracos ou paralisados
por doenças neurológicas ou lesões.
O recrutamento muscular na EEF pode ser realizado utilizando eletrodos superficiais,
eletrodos percutâneos, eletrodos implantáveis. Os eletrodos de superfície são colocados so-
bre a pele ao longo do comprimento do nervo dos músculos a serem estimulados. Não são
invasivos, são mais baratos e fáceis de aplicar, mas não conseguem isolar músculos profun-
dos, podem irritar a pele e causar dor. Os eletrodos percutâneos são passados através da
pele e colocados próximos ao ponto motor dos músculos. Eles são utilizados apenas para
intervenções de curto prazo. Fornecem alta seletividade e uma resposta repetível. Os eletro-
dos implantáveis são implantados em procedimentos cirúrgicos e são colocados ao redor dos
nervos musculares ou sobre os músculos. Eles são caracterizados por alta seletividade, em-
bora apresentem problemas ligados ao implante cirúrgico que incluem infecção e rejeição do
eletrodo. Devido ao implante de longo prazo, também ocorrem degradações eletroquímicas
e falhas mecânicas.
A EEF pode ser usada para gerar uma função corporal que o paciente é incapaz de reali-
zar. Também pode ser usada como terapia para ajudar o sistema neuromuscular a reaprender
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a execução de funções prejudicadas. Os principais campos de aplicação são após o derrame
e a lesão da medula espinhal. A EEF também pode ser usada para complementares outras
terapias de movimento e aumentar o potencial da reabilitação.
A força do estímulo elétrico em termos de amplitude e duração do sinal determina o
número de fibras nervosas ativadas e a força da contração muscular. Claramente, as fibras
sensoriais dentro do nervo periférico estimulado são ativadas, assim como as fibras motoras,
que podem ser dolorosas, se a sensação for preservada. Esta dor e dano ao tecido estão
inversamente relacionados ao tamanho do eletrodo, por causa da alta densidade de carga e
corrente.
A Figura 2.1 apresenta o nervo periférico, os eletrodos, os parâmetros da corrente e
os tipos de pulsos utilizados na EEF [18]. Além da amplitude e da duração do estímulo
elétrico, a frequência do pulso e a forma de onda também são importantes. A frequência
de pulso precisa ser alta o suficiente para gerar uma contração do músculo liso. O estímulo
em si pode ser monofásico ou bifásico, mas geralmente estímulos bifásicos balanceados são
usados clinicamente, pois fornecem melhor controle sobre a força de contração muscular e
são menos propensos a causar danos aos tecidos [19].
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Figura 2.1: Os eletrodos, representados por retângulos cinzas com bordas chanfradas, são
colocados sobre o nervo periférico conectado ao músculo. No retângulo azul com bordas
chanfradas são apresentados os parâmetros do sinal de onda da EEF. No retângulo vermelho
com bordas chanfradas são apresentados os tipos de sinais utilizados na aplicação da EEF.
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2.2 REABILITAÇÃO E ATIVIDADES FÍSICAS PARA PESSOAS COM
LESÃO MEDULAR UTILIZANDO ESTIMULAÇÃO ELÉTRICA
FUNCIONAL
A escolha do tipo de reabilitação e atividade física para o paciente com lesão medular
é realizada pelo fisioterapeuta. Existem diversos exercícios que podem ser assistidos por
estimulação elétrica funcional para pacientes com lesão medular. A Tabela 2.1 apresenta
alguns exemplos da gama de reabilitações que podem ser aplicadas à pacientes com lesão
medular. Esses artigos são trabalhos publicados no período de 2011 a 2019, e exemplificam
as diferentes formas de atividades físicas para pessoas com lesão medular e seus benefícios
[20].
Autor (ano publicação) Técnica de tratamento Resultados Obtidos
ALENCAR et al (2011)
Facilitação neuromuscular proprio-
ceptiva
Favorece a reaquisição dos pa-
drões motores




Maior força de tronco, redução
da hipotensão postural
SOUZA et al (2013) Marcha com assistência robótica
Melhoria nos resultados compa-
rados com a terapia física con-
vencional
NAS et al (2015)
Eletroestimulação funcional
(FES), treino de marcha
Evitou perda de tônus muscu-
lar, conservou a densidade óssea
e melhorou o funcionamento do
sistema respiratório
LEÃO et al (2017)
Videogame XBOX 360® e jogos
de Kinect, na postura ortostática
por 20 minutos seguido da postura
sentada por 20 minutos
Melhora do equilíbrio permi-
tindo maior segurança para rea-
lização das atividades nas postu-
ras de sedestação e bipedestação
Bo, Antonio PL, et al
(2017)
Ciclismo por EEF
Ajuda a prevenir problemas
cardiovasculares, osteoporoses,
obesidade e diabetes tipo II
da Fonseca, L. O., et al
(2019)
Remo por EEF
Ajuda a prevenir problemas car-
diovasculares, permite a ativa-
ção muscular do corpo todo
Tabela 2.1: Exemplos de estudos envolvendo técnicas de reabilitação de pacientes com lesão
medular publicados no período de 2011 a 2019.
Apesar das diferentes características das técnicas de reabilitação, a maior parte dos mé-
todos apresentados abaixo utilizam a EEF como meio de proporcionar a movimentação mus-
cular, e dispõem de ao menos um sensor e um estimulador. Dessa forma um sistema modular
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capaz de adicionar novos sensores sem grande esforço computacional, assim como uma so-
lução flexível e portátil facilitaria o processo de controle e supervisão do sistema. Nessa
seção são apresentadas algumas formas de exercício utilizando EEF.
2.2.1 Marcha assistida por estimulação elétrica funcional
A técnica da marcha assistida por EEF dispõe de bastante literatura devido ao seu tempo
de aplicação. Ela também é utilizada em intervenções terapêuticas temporárias para melhorar
a função voluntária. O método comumente utilizado para restauração da posição ortostática
é a aplicação de estimulação elétrica no quadríceps. A restauração ou melhora da marcha
envolve a estimulação de dois ou mais locais. Esses locais podem ser o quadríceps, durante
a fase de apoio da marcha, e o nervo fibular, produzindo uma resposta de flexão padronizada
durante a fase de balanço do membro ipsilateral [21]. Outras adaptações ortopédicas podem
ser utilizada para estabilizar o tornozelo, joelhos e quadris. A aplicação dessa técnica está
associada a melhora do condicionamento cardiovascular e a prevenção da atrofia muscular.
A ativação da estimulação muscular pode se realizada de forma voluntária, ou por um
sistema de controle, por exemplo um sistema de detecção de intenção de movimento deri-
vada de sensores. A qualidade da marcha é restringida pela força limitada dos músculos
estimulados eletricamente e pela incapacidade de padrões de estimulação se ajustarem às
mudanças das propriedades musculares (por exemplo, fadiga [22]]) ou mudanças no ambi-
ente (por exemplo, inclinação, superfície). Um sistema de controle para caminhada por EEF
deve levar em consideração as características musculares e o perfil de marcha desejado.
2.2.2 Ciclismo assistido por estimulação elétrica funcional
O ciclismo assistido por EEF utiliza um sistema de controle para a ativação coordenada
dos músculos inferiores. O software é responsável por contrair os músculos e permitir a
movimentação cíclica guiada. Geralmente, os grupos de quadríceps, isquiotibiais e glúteos
são ativados em uma sequência apropriada, fora de fase bilateralmente, para manter um
torque adequado nos pedais.
Os resultados da aplicação dessa técnica no contexto de reabilitação para pacientes com
LM tem demonstrado melhora no metabolismo, no sistema cardíaco e na condição pulmonar
[9, 11]. Também é observada a melhoria geral das condições fisiológicas e psicológicas,
incluindo a possibilidade da recuperação parcial da função das pernas em indivíduos com
lesão medular incompleta.
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Alguns sistemas comerciais estão disponíveis como da BerkelBike (BerkelBike BV, AV’s-
Hertogenbosch, Holanda), Ergys e Regys (Therapeutic Alliances, Fairborn, Ohio, EUA) e
Motomed (Reck, Betzenweiler, Alemanha) .
Em geral, o ciclismo associado a EEF pode ser dividido em dois tipos principais, móveis e
estacionários. O tipo móvel possibilita a locomoção do usuário e tem aplicação em pesquisas,
lazer e competição. O tipo estacionário é geralmente usado para treinamento de exercícios
aeróbicos em indivíduos com LM para condicionamento de força muscular e melhora da
função cardiopulmonar.
Vários grupos de pesquisa desenvolveram sistemas para ciclismo por EEF usando tri-
ciclos padrões ou reclinados para sujeitos com LM. Além do triciclo, conforme mostrado
na Figura 2.2, o sistema é geralmente composto por um estimulador elétrico e sensores.
Algumas adaptações mecânicas, também podem ser necessárias, dependendo do quadro do
paciente. As adaptações comuns incluem encostos para o peito, suportes para estabilidade,
alças para os pés e guidão e pedal adaptado. Apesar dessas adaptações ainda podem exis-
tir diferenças importantes no alinhamento dos membros inferiores e no desenvolvimento
muscular em comparação com o outro membro, sugerindo que mais adaptações possam ser
necessárias para permitir o ciclismo, dependendo do paciente [23].
A utilização dessa técnica no contexto de competição foi aplicada no Cybathlon. Em uma
das suas modalidades, pessoas com deficiência física competem entre si utilizando o ciclismo
por EEF. Esse evento destacou o potencial da tecnologia na participação em exercícios e
treinamento físico para pessoas com deficiência e forneceu uma visão sobre os parâmetros
que as equipes participantes usaram em seus esforços para maximizar a eficiência no ciclismo
por EEF.
Apesar dos grandes benefícios dessa técnica para indivíduos com LM, eles podem ser
mitigados dada a possibilidade de fadiga acelerada ou esgotamento físico, inerentes as ca-
racterísticas de técnicas utilizando EEF. As limitações mencionadas são associadas as carac-
terísticas do recrutamento utilizando estimulação elétrica de superfície, que apresenta baixa
seletividade [24]
2.2.3 Remo assistido por estimulação elétrica funcional
Estudos demonstraram os efeitos positivos do remo assistido por EEF na saúde cardi-
ovascular e respiratória em indivíduos com lesão medular. Essa técnica também tem sido
aplicada a indivíduos logo após a lesão na medula [25] e foi observado beneficio para a
saúde óssea, embora essa fase seja esperado maior taxa de diminuição da massa óssea.
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O remo por EEF é composto por um equipamento de remo ergômetro em ambiente in-
terno e um estimulador, podendo ser adicionado sensores a esse sistema. A ativação muscular
geralmente é realizada em membros inferiores por meio de estimulação elétrica funcional.
Essa estimulação permite ao usuário o trabalho tanto de membros inferiores, ativados por
EEF, quanto de membros superiores, recrutando grandes grupos musculares no processo.
Para a utilização dessa técnica em pacientes com lesão medular, são necessárias algumas
adaptações para a execução do movimento. A estrutura se baseia em uma plataforma estática
e um assento móvel, conforme mostrado na Figura 2.3, e um suporte postural. Os eletrodos
são colocados de forma a recrutar o grupo muscular do quadríceps, proporcionando a exten-
são do joelho. Sensores podem ser adicionados para a criação de uma lógica de controle da
estimulação.
2.2.4 Natação assistida por estimulação elétrica funcional
O nado assistido por EEF busca melhorar o nado de indivíduos com paralisia. O movi-
mento da perna com o movimento voluntário do braço devem ser sincronizados para evitar
um rolamento indesejado do corpo durante a braçada. Em alguns casos a estimulação da
medula espinhal é usada para obter uma posição de natação reta. Duas abordagens estão sob
investigação. A primeira abordagem envolve um sensor no tronco para sentir o ângulo de
rotação do corpo, a fim de sincronizar a estimulação das pernas com os movimentos volun-
tários detectados do braço [26]. E na outra abordagem, o nadador sincroniza os movimentos
do braço com a estimulação da perna por meio de um feedback eletrotátil do status da mus-
culatura da perna [27].
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Figura 2.2: Exemplo de um triciclo utilizado para o ciclismo por EEF. Dentro do círculo
preto é apresentado o estimulador elétrico. Dentro do círculo azul está apresentado o sensor
de posição do pedal. Algumas das adaptações necessárias para guiar o movimento foram as
botas e seu acoplamento no pedal.
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Figura 2.3: Aplicação do remo assistido por EEF no Projeto EMA. Os círculos em laranja
identificam sensores utilizados para o controle.
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2.3 SOFTWARE E REGULAMENTAÇÃO
O início da regulamentação para produtos de interesse a saúde começou na década de
1970. Nessa década o Estado Brasileiro começou o processo de criação de ferramentas para
estabelecer diretrizes para tais produtos. Esse processo se deu a partir da criação da Se-
cretaria de Vigilância Sanitária, pela Lei nº 6.360/76, e a criação do Sistema Nacional de
Metrologia, Normalização e Qualidade Industrial (Sinmetro), pela Lei nº 5.966/73. Nesse
contexto, foi fomentada a política nacional de metrologia, normalização industrial e certifi-
cação de qualidade Industrial (Conmetro) e a criação do Instituto Nacional de Metrologia,
Normalização e Qualidade Industrial (Inmetro).
Com a promulgação da Lei nº 9.782/99 criou-se a Agência Nacional de Vigilância Sani-
tária (Anvisa), que substituiu a Secretaria de Vigilância Sanitária, obtendo maior autonomia.
Essa mudança possibilitou que a maior parte das normas fossem constituídas por instruções
normativas (IN) e resoluções da diretoria colegiada (RDC). Atualmente, a Anvisa é respon-
sável pela classificação e cadastro de equipamentos médicos e também disponibiliza um
manual com as diretrizes para o processo de registro por meio de um manual em seu sítio
[28].
Junto a Anvisa, o Sinmetro também é responsável pelo processo de certificação para
garantir a conformidade dos equipamentos com as normais da Vigilância Sanitária. Nesse
contexto, o Inmetro acredita os Organismos Certificadores de Produtos (OCP) e Laboratórios
de Ensaio (LE). Os OCP são organismos independentes e são incumbidos de conduzir o
processo de certificação. Também identificam os laboratórios para realização de ensaios e
realizam auditorias no processo produtivo. Esse processo normativo visa manter a segurança
e qualidade dada a sensibilidade dos produtos aplicados a saúde.
Com a emissão da nota técnica nº 04/2012/GQUIP/GGTPS/Anvisa, a Anvisa também foi
responsável por direcionar as empresas que desenvolvem aplicativos para produtos de saúde.
Essa nota técnica serviu como um guia para essas empresas, diferenciou o enquadramento
sanitário dos softwares e apresentou os requisitos do dossiê técnico para esses softwares.
Ela foi necessária devido a falta de legislação específica no Brasil [29]. O software foi en-
quadrado conforme o contexto de aplicação, diferenciando conforme sua aplicação na saúde.
Para o seu registro seria suficiente a entrega dos arquivos de gerenciamento de risco (segundo
a norma ABNT NBR ISO 14971), dos relatórios de estudos e dos testes para verificação e
validação da segurança e eficácia do equipamento, realizados segundo critério definidos pelo
próprio fabricante [1]. Vale ressaltar que a classificação do risco do software acompanha a
classificação do hardware, e softwares embarcados são isentos de registro obrigatório apenas
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do software, cujo registro deve ser incluído na solicitação de registro do equipamento médico
ao qual se destina.
No Seminário de Dispositivos Médicos, promovido pela Anvisa em 2016, houve uma
apresentação sobre Regulação de Software no Brasil [30]. Embora a norma IEC 62304
não tenha sido internalizada pela ABNT, ela foi apresentada como uma forma de auxiliar na
comprovação de segurança e eficácia de software de dispositivos médicos. Um dos conceitos
previstos pela IEC 62304 é que o ambiente de desenvolvimento do software de dispositivos
médicos também realize a gestão de qualidade e gerenciamento de risco. Dessa forma, os
padrões das normas ISO 13485 e ISO 14971, nortearam a gestão de qualidade e risco. A
Figura 2.4 apresenta os requisitos impostos pela IEC 62304, assim como, o entendimento
das diretrizes apresentadas pelas três normas para o desenvolvimento de software de sistemas
mecatrônicos aplicados à saúde.





O sistema operacional (SO) é um programa ou um conjunto de programas que gerencia
os recursos do sistema definindo qual programa deve ser priorizado pelo processador ou
conjunto de processadores. Ele também é responsável por gerenciar a memória, gerenciar
arquivos, dispositivos de entrada e saída e dados da máquina e seus periféricos. O SO fornece
uma interface entre o usuário e o sistema, a complexidade dessa interface deve ser compatível
com o público pretendido.
O SO é responsável pela comunicação das pessoas que utilizam o computador como uma
ferramenta dentro da sua área de atuação (usuário), dos equipamentos conectados (como
exemplo a memória e outros hardwares), dos programas, dos utilitários e compiladores.
Alguns usuários do SO podem ter diferentes acessos ao sistema. As características desses
usuários são:
• Usuário sem acesso completo aos recursos do sistema, como instalação de programas
ou recursos físicos;
• Operadores de computador, responsáveis pela monitoração do sistema operacional;
• Programadores de aplicação, profissionais que desenvolvem software aplicativo para
um determinado tipo de máquina e determinado sistema operacional;
• Programadores de sistema;
• Responsáveis pela manutenção do sistema operacional;
• Administrador do sistema, responsável pelo controle da utilização da máquina, seus
recursos e softwares, cadastramento de usuários, oferecer ou retirar direitos a determi-
nadas operações.
Dessa forma, o sistema operacional tem as funções básicas de interpretar os comandos
do usuário, controlar os periféricos (teclado, vídeo, discos, impressora, mouse, impressoras)
e organizar arquivos em disco [31].
2.4.2 Framework
Na literatura não há uma definição única para framework, podendo surgir dificuldades
terminológicas. Apesar disso, grande parte dos autores compreendem que um framework é
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um conjunto de classes que incorpora um design abstrato para soluções de uma família de
problemas relacionados. Em outas palavras, um framework é um projeto de implementação
parcial abstrata para um aplicativo em um determinado domínio de problema [32].
As características básicas de um framework incluem a reusabilidade, extensibilidade,
facilidade de utilização e documentação da solução. O framework contém funcionalidade
abstrata e deve ser eficaz no domínio das soluções propostas [33].
2.4.3 Middleware
O middleware é um software responsável por conectar um conjunto de componentes em
um ambiente distribuído para oferecer melhor funcionalidade. Esses componentes podem ser
aplicativos, uma tarefa dentro de um aplicativo, uma plataforma, uma rede de comunicação,
uma peça de hardware, um servidor, um cliente, um serviço, um nó, entre outros recursos.
As características do middleware podem ser exemplificadas pelos serviços usados para
traduzir e integrar dados de diferentes fontes, funções usadas para oferecer funcionalidades
operacionais comuns, ferramentas usadas para simplificar o desenvolvimento de aplicativos,
modelos usados para facilitar a reutilização e integração de aplicativos (reduzindo os esforços
de desenvolvimento e evitando a duplicação de serviços).
O middleware tem o objetivo de simplificar o desenvolvimento de aplicativos comple-
xos, oferecendo abstrações e interfaces de alto nível para facilitar a integração, reutilização
e desenvolvimento. Ele é responsável por deixar invisível para o sistema a heterogeneidade
das plataformas e ocultar os detalhes de distribuição e comunicação no ambiente subjacente.
Dessa forma, facilita a comunicação entre os diferentes componentes distribuídos da infra-
estrutura. Também visa fornecer uma arquitetura comum para adicionar novos serviços e
recursos sem ter que mudar os aplicativos, oferecendo recursos de valor agregado e pro-
priedades não funcionais como segurança, confiabilidade e qualidade. Em suma, acontece
uma facilitação para manter a estabilidade e escalabilidade dos aplicativos distribuídos [34].
Abaixo são apresentados alguns middlewares conhecidos pela comunidade.
2.4.3.1 YARP
YARP é um conjunto de bibliotecas, protocolos e ferramentas para manter os módulos e
dispositivos em um ambiente distribuído. O YARP não é um sistema operacional, ele é um
middleware que não detém controle do sistema. Normalmente ele é utilizado em projetos de
robótica, e busca tornar o software do robô mais estável e duradouro, sem comprometer a
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flexibilidade de alteração dos sensores, atuadores, processadores e redes. Também ajuda a
organizar a comunicação entre sensores, processadores e atuadores a partir de um modelo de
comunicação neutro em termos de transporte, de forma que o fluxo de dados é desacoplado
dos detalhes das redes e protocolos subjacentes em uso. O YARP é um software livre e
aberto, junto com muitos outros benefícios, o contrato social do Software Livre pode acelerar
o desenvolvimento de software para pequenas comunidades [35].
2.4.3.2 Rock
Rock é um software para o desenvolvimento de sistemas robóticos. O modelo é baseado
no Orocos RTT (Real Time Toolkit). Essa solução fornece todas as ferramentas necessárias
para configurar e operar sistemas robóticos de alto desempenho. Ele contém uma rica cole-
ção de drivers e módulos prontos para uso e pode facilitar a adição de novos componentes
[36]. A estrutura foi desenvolvida para abordar especificamente os seguintes problemas:
• Relatório e o tratamento de erros;
• Escalabilidade;
• Código reutilizável.
2.4.3.3 Robot Operating System (ROS)
O Robot Operating System (ROS) é um software aplicado normalmente a robótica. Ele
se tornou uma ferramenta amplamente utilizada para robôs, como máquinas PR2, Baxter,
Fetch, Meka e UBR-1 [37]. Nesse cenário, um número crescente de estudos sobre ROS vem
sendo realizado. Por exemplo o robô EL-E utilizou dessa tecnologia para controlar de forma
eficiente o braço móvel [38].
Criado em 2008, o ROS é um middleware com uma comunidade ativa, que permite dife-
rentes linguagens de programação, flexível e foi desenvolvido para incentivar a reutilização
de código e a colaboração de seus usuários. O ROS é constituído por uma coleção de ferra-
mentas, bibliotecas e padrões que têm como objetivo simplificar o tratamento complexo de
tarefas simultâneas e funcionar em diferentes plataformas.
Esse software foi desenvolvido como uma estrutura para integrar rapidamente os recursos
computacionais em ambientes operacionais distribuídos. O ROS contém ferramentas para
executar uma comunicação consistente entre procedimentos como tópicos e nós. Com sua
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estrutura em nós, é possível tornar o sistema modular e melhorar a atribuição dos recursos,
como também obter maior repetibilidade [39].
Um nó ROS é um programa executável que contém uma parte de um código. Uma
aplicação ROS pode ter mais de um nó, por exemplo, podemos ter um nó para calcular a
cinemática inversa, um nó para enviar comandos aos atuadores, um nó para obter os valores
do ângulo dos sensores. Todos esses nós se comunicam entre si por meio de mensagens.
Existe um nó mestre em execução que terá todos os endereços dos nós em execução no
sistema. É responsabilidade do nó mestre conectar os nós entre si para iniciar a comunicação
[40].
Os tópicos são barramentos nomeados pelos quais os nós trocam mensagens. Este é
o modo de comunicação mais comumente usado para nós em ROS. Nesse modo, um nó
transmite uma mensagem com um nome de tópico. Este nó de transmissão é conhecido
como nó publicador. Um nó que deseja receber a mensagem se inscreverá neste nome de
tópico. Este nó é conhecido como nó assinante.
Este modo de comunicação é unidirecional. Os nós não sabem com quem estão se co-
municando, ou seja, um publicador continuará publicando os dados mesmo se não houver
assinantes múltiplos. É responsabilidade do nó mestre estabelecer a conexão entre o publi-
cador e o assinante quando estiverem no mesmo tópico.
Diversas bibliotecas foram desenvolvidas pela comunidade para facilitar sua aplicação
em diferentes contextos. Algumas desses bibliotecas possibilitam uma solução portátil em
ROS, essas bibliotecas são a ROS Android e a roslibjs.
A biblioteca ROS Android é utilizada para criar aplicativos Android que se comuniquem
com o ROS. A Figura 2.5 apresenta algumas características da biblioteca ROS Android, essas
características mostram que essa biblioteca é baseada em rosjava e se comunicação com o
Android Studio e seus plug-ins [2]. O código-fonte oficial para projetos Android pode ser
encontrado no github. Essa biblioteca apenas tem suporte para o ROS na versão Kinetic, e
dependendo do sistema operacional, não é possível a instalação dessa versão de ROS.
A roslibjs é a biblioteca de funções que permitem o estabelecimento de conexões via
protocolos de Internet entre um navegador e o sistema em ROS. Essa comunicação é rea-
lizada por meio de funções em JavaScript e um servidor websocket. Ele é responsável por
estabelecer conexões de “soquete” entre um navegador da web, um webserver e um servidor
websocket. Ao se criar a conexão persistente entre o cliente e o servidor, ambas as partes
podem começar a enviar dados a qualquer momento. Essa biblioteca utiliza um servidor de
Wwebsocket denominado rosbridge que abstrai o core do ROS permitindo acesso as suas
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Figura 2.5: Representação gráfica das características da biblioteca ROS Android. Ela é
baseada em rosjava, representado em retângulos azuis, e se comunicação com o Android
Studio e seus plug-ins, reapresentados pelos retângulos em rosa , fonte [2].
funcionalidades. O webServer é um computador que hospeda sites. Ele é capaz de processar
e entregar páginas da web aos usuários, conforme sua requisição. Essa requisição é feita
usando o protocolo HTTP. Além de HTTP, um servidor da web também oferece suporte aos
protocolos SMTP (Simple Mail transfer Protocol) e FTP (File Transfer Protocol) para envio
de e-mail e transferência de arquivos e armazenamento.
2.4.4 WebSocket
O websocket define uma API que permite estabelecer conexões entre um navegador da
web e um servidor. Essa conexão se inicia com o cliente enviando uma solicitação HTTP
(Hypertext Transfer Protocol) para o servidor. Essa conexão websocket se estabelece por
meio de um processo conhecido como handshake. Um cabeçalho é incluído no pedido do
cliente que informa ao servidor que o cliente deseja estabelecer uma conexão websocket.
Se o servidor suportar o protocolo websocket, ele concordará com a tentativa de conexão e
comunicará isso através do cabeçalho na resposta.
Após a conclusão do handshake, ambos conseguem enviar dados, tanto o servidor, como
o cliente. Essa conexão permite a transferência de maior quantidade de dados diminuindo
a sobrecarga associada às solicitações HTTP. Os dados são transferidos como mensagens
entre o cliente e o servidor. As mensagens são constituídas por frames, o cliente apenas
será notificado sobre uma nova mensagem quando todos os frames forem recebidos e os
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dados da mensagem original tiverem sido reconstruídos, e assim garantir que a mensagem
seja adequadamente reconstruída. Cada frame dispõe de um cabeçalho, e são compostos por
blocos apresentados abaixo [41]:
• fin (1 bit): O fim da mensagem.
• rsv1 , rsv2 , rsv3 ( 1 bit cada ): Se um valor diferente de zero for recebido e nenhuma
das extensões negociadas definirem o significado desse valor, deverá falhar a conexão.
• opcode (4 bits): Código para interpretação dos dados enviados. 0x00 : continuação do
frame; 0x01 : frame de texto; 0x02 : dados binários; 0x08 : término da conexão; 0x09
: ping; 0x0a : pong.
• mask (1 bit): Indica se o conteúdo está mascarado.
• payload length (7 bits, 7+16 bits, or 7+64 bits): O tamanho da carga útil. De 0 a
125 indica o comprimento da carga útil. Se 126, os dois bytes seguintes indicam o
comprimento, se 127, os próximos 8 bytes indicam o comprimento.
• masking-key (32 bits): Os quadros enviados do cliente para o servidor são mascarados
por um valor de 32 bits contido no quadro.
• payload : Os "dados de carga útil" são definidos como "Dados de extensão" concate-
nados com "Dados do aplicativo".
Os endereços para o websocket apresentam um modelo de URL diferenciado, introduzido
por ws://, que é descriptografado, e wss:// que requer criptografia TLS. Caso a aplicação seja
disponibilizada na internet, é importante o uso da criptografia.
Além das características citadas acima, o websocket também possui ampla compatibili-
dade de navegadores e plataformas, demonstrando a grande portabilidade dessa tecnologia.
A Figura 2.6 apresenta a compatibilidade dessa solução com a a maioria dos navegadores
utilizados. Os retângulos em verde apresentam as versões dos navegadores em que essa so-
lução é suportada, os retângulos em marrom apresentam as versões dos navegadores em que
o websocket é parcialmente suportado, e os retângulos em vermelho são as versões em que
não é suportado.
2.4.5 JavaScript
O JavaScript é uma linguagem de programação que foi projetada para ser executada no
navegador do usuário. Ela foi criada em Maio de 1995, por Brendan Eich, por solicitação
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Figura 2.6: Compatibilidade do websocket com diferentes navegadores, fonte [3].
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da Netscape. Sua função inicial era manipular o básico do front-end. Mocha foi o primeiro
nome dessa linguagem criada por Brendan.
A partir do recebimento da licença registrada pela Sun, a linguagem de programação
Mocha tornou a ser oficialmente a LiveScript, com o intuito de difundir a linguagem, foi
modificado, novamente, o nome da linguagem para JavaScript. A escolha do nome foi uma
estratégia de marketing e trouxe dúvidas sobre as similaridades do JavaScript com o Java.
A ECMA (European Computer Manufacturers Association) é responsável pela criação de
especificações relacionadas as linguagens scripts [42]. Em 1997, o JavaScript foi submetido
as essas especificações , dessa forma, o JavaScript se tornou a implementação mais popular
desse padrão. Em 1998 implementou-se o ECMAScript 2, seguido do ECMAScript 3, em
1999. Já em 2000, iniciou-se o trabalho no ECMAScript 4.
O desenvolvimento do Ajax (Asynchronous JavaScript and XML), por Jesse James Gar-
rett, em 2005, colocou o JavaScript em foco novamente. Pois houve a criação de novas
comunidades, bibliotecas e frameworks open source, por exemplo, o jQuery, e o Mooto-
ols. Em Julho de 2009 houve o desenvolvimento do ECMAScript 5, embora um marco na
história do JavaScript foi o desenvolvimento do Node.js, um interpretador open source multi-
plataforma, criado por Ryan Dahl. Esse projeto foi apresentado em 8 de Novembro de 2009,
na European JSConf.Essa criação permitiu que o JavaScript fosse executado tanto no lado
do cliente quanto no servidor.
Em 2011, um gerenciador de pacotes para Node.js foi implementado estabelecendo pa-
drões para o desenvolvimento e distribuição de bibliotecas e módulos, chamado npm. Com
essa disseminação do JavaScript, é possível notar sua aplicação em diferentes contextos,
tanto em aplicativos móveis, bem como HTML e CSS, Apache Cordova, PhoneGap e Re-
act Native. Outra grande aplicação para essa linguagem de programação é a utilização na
Internet das Coisas (IoT) que permite a essa solução o controle também de hardware. Al-
guns frameworks auxiliam na implementação de soluções com essa aplicação, por exemplo,
o Cyclon.js e Johnny-Five.
2.5 ESTADO DA ARTE DO CICLISMO ASSISTIDO POR ESTIMU-
LAÇÃO ELÉTRICA FUNCIONAL
Como apresentado anteriormente , o ciclismo associado a EEF pode ser dividido em
dois tipos principais, móveis e estacionários. As suas aplicações podem ser em pesquisas,
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lazer e competição. Embora existam algumas soluções comerciais em ciclismo por EEF para
pacientes com lesão medular, essas soluções não são muito difundidas na aplicação clínica
por fisioterapeutas. Esses sistemas comerciais são da BerkelBike (BerkelBike BV, AV’s-
Hertogenbosch, Holanda), Ergys e Regys (Therapeutic Alliances, Fairborn, Ohio, EUA) e
Motomed (Reck, Betzenweiler, Alemanha).
O RT300-SLSA, da empresa Restorative Therapies, é um equipamento estático. Ele
possibilita o ciclismo por EEF e disponibiliza a movimentação dos braços. Esse equipamento
pode ser acoplado a cadeira de rodas, sem a necessidade de transferência, ou pode ser usado
a partir de uma cadeira, ou bola de equilíbrio. Por meio de um sensor no pedivela da perna
as informações sobre a posição das pernas são enviadas para uma caixa eletrônica central
que calcula qual músculo da perna precisa ser estimulado. A proposta dessa empresa é
disponibilizar a reabilitação na casa do paciente, proporcionado conforto [43]. A BerkelBike
desenvolveu um triciclo reclinado ajustável que pode funcionar através do uso de ambos
os braços e pernas. A movimentação dos braços proporciona a movimentação das pernas.
Também por meio de um sensor no pedivela da perna as informações sobre a posição das
pernas são enviadas para uma caixa eletrônica central que calcula qual músculo da perna
precisa ser estimulado. A bicicleta pode ser usada como um triciclo completo em si, ou
como um acessório removível para uma cadeira de rodas
A grande maioria dos estimuladores comerciais disponíveis não proporcionam a explo-
ração abrangente das possibilidades que essa técnica permite, pois não possibilitam a escala-
bilidade (adicionar outros sensores por exemplo) ou alterações no sistema de controle, como
disposto em [44]. Alguns grupos de pesquisa tem desenvolvidos soluções para o ciclismo
por EEF. Alguns desses sistemas buscaram utilizar o controle em malha fechada com a re-
troalimentação a partir dos valores dos sensores e atuadores em uma trike, proporcionando o
uso do ciclismo por EEF móvel [45]. Outros estudos buscaram a combinação da potência do
motor com a força aplicada pela perna, induzida pela estimulação, para possibilitar também
o uso do ciclismo por EEF móvel por mais tempo. Essas soluções híbridas, apresentadas
abaixo, possibilitam a utilização recreativa e móvel, pois pode proporcionar a movimentação
mesmo após fadiga muscular.
ROUSE, C. A. et al propuseram um trabalho em que o controle da potência de saída
da perna (via ajuste automático da intensidade da estimulação) é compatibilizado com a ca-
dência do triciclo (via controle do motor elétrico) [15] e também propôs um controlador
de cadência responsável por regular a cadência para a região desejada e um controlador de
torque discreto, responsável por manter a potência média. Nessa solução o indivíduo é in-
centivado a contribuir voluntariamente e o motor apenas auxilia no rastreamento da cadência
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quando necessário (por exemplo, a pessoa está fadigada ou não tem força muscular suficiente
para atingir a cadência desejada) [16]. HUNT, K. J. et al propuseram um controle integrado
com dois sistemas em malha fechada independente. O primeiro sistema é composto pela
entrada do motor elétrico, que é ajustada automaticamente, em malha fechada, modificando
seu sinal de entrada a partir do valor da cadência. O segundo sistema fornece controle da
força da perna, em malha fechada. A intensidade da estimulação é modificada por meio da
largura de pulso que é ajustada automaticamente para manter a potência medida próxima ao
valor de referência. Esse valor é definido por meio do software de controle.
Existem algumas dificuldades para aumentar a abrangência do uso do ciclismo por EEF.
Como exemplo, profissionais da saúde encontram a barreira tecnológica para a utilização
desse método, isso advém das características das tecnologias aplicadas a EEF serem mais
comuns na engenharia, tais como linguagens de programação, forma de apresentação dos
dados coletados do ciclista e adição e remoção de recursos. Outra dificuldade encontrada
é a flexibilidade dos sistemas, pois se torna mais difícil a adição de sensores e atuadores
embarreirando a sua utilização em diferentes casos.
No trabalho de JASUJA, A. et al [46] um sistema utilizou dispositivos de EEF e apresen-
tou uma estrutura de arquitetura aberta e de baixo custo sem fio. Essa arquitetura permite
a programação remota da rotina de estimulação muscular pelo terapeuta, e fornece infor-
mações sobre a dinâmica do músculo exercitado por meio da eletromiografia (EMG). Essa
solução apresentou uma estrutura extensível embora não seria simples para o profissional de
saúde utilizar novas formas de reabilitação associada a EEF, pois para adicionar ou realocar
novos recursos ao sistema é necessária uma reprogramação em MATLAB.
No trabalho de CERONE, G. L. et al [47] um novo estimulador elétrico sem fio, modular
e programável foi proposto. Esse estimulador integra a possibilidade de adquirir e usar sinais
biomecânicos para acionar a saída da estimulação. Nesse trabalho, embora os valores dos
sensores e estimuladores serem apresentados de forma dinâmica, não é possível a modifica-
ção dos parâmetros de controle em tempo de execução. Essa característica limitaria a ação
do profissional de saúde, além da especificidade dos módulos que não permitiria a interação
com novos sensores de forma simples.
Geralmente os trabalhos apresentados sobre ciclismo por EEF tem o foco no sistema
de controle ou na concepção eletrônica do sistema. Embora possa ser parte importante no
desenvolvimento do sistema de ciclismo assistido por EEF, a literatura é escassa sobre sua
interface gráfica e não a explica de forma detalhada, essa característica é visualizada no
trabalho de COSTE, C. A. e WOLF, P. [48] onde são apresentadas as soluções das equipes
do Cybatlhon de 2016 e não são expostas as características das interfaces que controlam o
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sistema.
A partir dessa lacuna de informações, outras soluções que implementassem sistemas mo-
dulares aplicado a saúde foram pesquisadas. No trabalho de BOULMALF, M. et al. [49]
é apresentado um sistema portátil para aplicação na saúde, essa solução foi implementada
para o sistema Android e utiliza o middleware para conseguir a modularidade do por meio
do sistema em nós. O trabalho de BERALDO, G. et al [50] teve o objetivo de fornecer uma
descrição preliminar do ROS-Health, um framework baseado no middleware Robot Opera-
ting System (ROS). Essa solução busca estabelecer uma plataforma de pesquisa padronizada
para facilitar a distribuição do software, a replicação de resultados experimentais e a criação
de uma comunidade unificada para compartilhar e gerenciar o código. Esses trabalhos não
necessariamente são aplicados a reabilitação e nem a eletroestimulação. Mas são soluções
que permitiram, a partir da sua correlação com esse trabalho, demonstrar a importância da
aplicação do middleware ROS em sistemas de saúde para permitir a modularidade e flexibili-
dade. O sistema também deve permitir a interação com o usuário, essa interação é facilitada
pela capacidade do sistema ser portátil.
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MATERIAIS E MÉTODOS
Este capítulo apresenta o processo de desenvolvimento da interface de controle portátil para
o ciclismo por estimulação elétrica funcional (EEF). Inicialmente é explicado o contexto
do ciclismo por EEF no projeto Empoderando Mobilidade e Autonomia (EMA). Também
são apresentados: a estrutura das soluções propostas por esse trabalho, sua aplicação no
contexto embarcado, o desenvolvimento do software que permite a utilização em dispositivos
móveis e a forma de avaliação de desempenho, findando o capítulo com a descrição do estudo
experimental.
3.1 CICLISMO POR EEF NO PROJETO EMA
O projeto Empoderando Mobilidade e Autonomia (EMA) visa desenvolver tecnologia
assistiva para pessoas com deficiência motora [51]. Esse trabalho foi elaborado como parte
do projeto EMA. O ciclismo por EEF já estava sendo aplicado a participantes com lesão
medular (LM) no projeto EMA anteriormente a esse trabalho [52, 53]. Para a sua execução,
alguns hardwares eram utilizados: um tadpole trike (modelo HP3 20 X 26 CS 24V, comerci-
alizado pela HP3 Trike), um par de botas adaptadas fixadas ao pedal, um estimulador elétrico
(RehaStim Hasomed), um sensor inercial (IMU) (3-Space, Yost) e um computador portátil
(executando o Ubuntu 18.04).
Em 2016, o sistema do ciclismo por EEF apresentado pelo projeto EMA na competição
Cybatlhon foi desenvolvido em Python. A arquitetura desse sistema não foi concebida uti-
lizando um middleware e esse sistema foi embarcado em um computador de placa única de
tamanho reduzido (Raspberry Pi 3 B+) [45]. Após o fim do Cybathlon, o grupo começou os
esforços para desenvolver um sistema que facilitasse a sua modificabilidade, reusabilidade,
verificabilidade e proteção. Uma nova implementação foi proposta para o sistema, essa nova
solução utilizava o middleware Robot Operating System (ROS) [1].
Com a implementação dessa solução em ROS, as ferramentas de apresentação dos da-
dos da solução anterior não poderiam mais ser aplicadas e houve a necessidade de criar
ferramentas para monitorar os dados dos treinos e alterar os parâmetros em tempo de exe-
cução. Para isso, foi desenvolvida, por este trabalho, uma interface utilizando o pacote
dynamic_reconfigure e o ROS Qt. O pacote dynamic_configure disponibiliza um servidor
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dinâmico e é uma solução eficiente para atualizar o valor de um parâmetro dinamicamente
enquanto um nó está em execução. Este pacote permite atualizar parâmetros no Parameter
Server em tempo de execução e enviar essa alteração para um determinado nó ativo que pre-
cisa do valor mais atual desse parâmetro. O Parameter Server (em português servidor de
parâmetros) é um dicionário compartilhado que é executado internamente ao nó mestre do
ROS. Ele deve ser visualizado globalmente para que as ferramentas possam inspecionar o
estado de configuração do sistema e o modificar.
O ROS Qt é a implementação do Qt associado ao ROS. O Qt é uma estrutura de desenvol-
vimento de plataforma cruzada amplamente usada para desenvolver aplicativos que podem
ser executados em várias plataformas de software e hardware com pouca ou nenhuma al-
teração na base de código subjacente. O ROS fornece um pacote que ajuda a construir o
ambiente Qt em ROS e fornece uma WIKI para documentar a sua implementação [54].
Essa solução não havia sido embarcada anteriormente ao Cybathlon 2020, sendo execu-
tada em um computador portátil com o Ubuntu 18.04. Com os preparativos para o Cybatlhon
2020, novos objetivos para o projeto EMA foram definidos e a necessidade de embarcar o
sistema ROS foi colocada como prioridade. Essa necessidade adveio da busca por mobili-
dade. Então, modificações no código foram implementadas por membros do projeto EMA
que permitiram embarcar o sistema em ROS na Raspberry Pi 3 B+, substituindo o uso do
notebook.
A partir do desenvolvimento da funcionalidade de modificação dos parâmetros em tempo
de execução, por meio da interface em ROS Qt [55], novos esforços foram realizados para
implementar uma solução de interface de controle portátil para o sistema em ROS. Essa
nova interface buscava disponibilizar mais ferramentas gráficas e aumentar a acessibilidade
por meio da portabilidade. Isso poderia facilitar o uso por profissionais de saúde, pacientes
e também poderia ajudar no monitoramento do ciclista no contexto da competição Cybath-
lon. Essa melhora no monitoramento poderia proporcionar melhores desempenhos do atleta
durante a competição.
3.2 ESCOLHA DA ARQUITETURA
Anterior a esse trabalho, a arquitetura foi desenvolvida utilizando a linguagem de progra-
mação Python. Essa implementação foi dedicada para um estimulador e IMU específicos.
Por ser uma implementação dedicada a inserção de novos módulos demandava grande es-
forço computacional e dificultava a sua modularidade e reusabilidade.
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Os softwares de desenvolvimento de sistemas poderiam ser utilizados como solução que
disponibilizaria interfaces para o monitoramento, alteração dos parâmetros em tempo de exe-
cução e inserção de módulos, como exemplo o LabView ou Matlab/Simulink. Embora sejam
soluções muito difundidas, geralmente elas são softwares proprietários. Essa característica
dificultaria desenvolver ferramentas personalizadas, além do fator financeiro atrelado a tais
soluções.
Então, com o intuito de implementar uma estrutura de arquitetura aberta, de baixo custo,
com rápida integração de recursos computacionais em ambientes operacionais distribuídos,
com capacidade de ser embarcada e que permitisse o desenvolvimento de uma interface de
controle portátil, o middlewear ROS foi escolhido. Alguns fatores contribuíram para essa
escolha, tais como:
• Integração com diferentes hardwares;
• Implementação de sistemas de controle complexos;
• Facilidade de desenvolver módulos (nós) por meio de diferentes linguagens de progra-
mação;
• Possibilidade de reutilizar códigos em diferentes aplicações, com baixo esforço com-
putacional;
• O aspecto modular do sistema que permite a adição de novos nós, ou seja, novos
equipamentos. A possibilidade desses equipamentos serem executados em sistemas
distribuídos, o que facilitaria a identificação de uma possível falha.
• A ampla utilização do ROS na comunidade da robótica, muitos drivers e plugins dispo-
nibilizados para sensores e atuadores comerciais, sem necessidade de grande esforço
computacional para utilizá-los.
• O grande arcabouço teórico e bibliotecas em ROS, disponibilizadas pelo projeto EMA,
para aplicação no ciclismo por EEF.
Embora o ROS não possua garantia de tempo real, não tenha qualidade de serviço, não
execute o gerenciamento de tempo de vida dos nós e apenas pode ser utilizado no SO Linux.
O alto engajamento da comunidade é um dos pontos que diferenciam o ROS das outras




A solução inicialmente implementada por esse trabalho para o ciclismo por EEF [55] foi
concebida utilizando o ROS sendo executado em um notebook. A interação dessa solução
com o usuário era por meio de uma interface em ROS Qt (RQT). Em seguida, esse trabalho
implementou uma nova solução utilizando o ROS sendo executado em um computador de
placa única de tamanho reduzido (Raspberry Pi 4). A interface de interação com o usuário
não utilizava mais o ROS Qt. Essa mudança ocorreu para proporcionar uma interface por-
tátil que pudesse ser utilizada em um tablet, celular, computador. Essa nova interface foi
programada em JavaScript e permitiu por meio de um webserver e um servidor websocket a
comunicação com o sistema em ROS. A Figura 3.1 apresenta graficamente os dois sistemas,
a esquerda é a implementação utilizando o ROS Qt, a direita a implementação utilizando
uma interface portátil que pode se comunicar com um computador, tablet, celular.
A primeira solução apresentada utilizou o ROS Qt (RQT) e um notebook para executar
todo o sistema. Para essa solução a camada de processo representa o sistema em ROS sendo
executado em um computador. O sistema em ROS permitiria adicionar diversos nós ao
sistema, tais como: o sensor inercial (IMU), o estimulador e o nó de controle. Na camada
servidor, também sendo executado no computador, é apresentado o servidor dinâmico que
utiliza o pacote dynamic_reconfigure do ROS. Esse servidor é responsável por alterar os
dados do processo em tempo de execução. A camada de comunicação apresenta um plugin
do ROS Qt que permite a comunicação da interface em ROS Qt (GUI) com o sistema em
ROS. A camada GUI e a camada de comunicação são executadas no notebook. Para essa
solução o acesso à interface com o usuário somente é possível por computadores que tenham
instalado ROS.
A segunda solução apresentada utilizou uma interface web. Para essa solução a camada
de processo representa o sistema em ROS sendo executado na Raspberry. O sistema em
ROS permitiria adicionar diversos nós ao sistema, tais como: o sensor inercial (IMU), o
estimulador e o nó de controle. Na camada de servidor, executada também na Raspberry,
temos dois servidores, o dinâmico e o servidor websocket/plugin. O servidor dinâmico,
que utiliza o pacote dynamic_reconfigure do ROS, é responsável por alterar os dados do
processo em tempo de execução. O Servidor websocket utiliza a biblioteca roslibjs do ROS
que permite implementar um servidor websocket com o nome rosbridge e tem a natureza de
plugin, pois transforma a informação HTTP em uma informação utilizável pelo sistema ROS.
Na camada comunicação, que também é executada na Raspberry, foi utilizado o webserver
nativo do Python que é responsável por endereçar as requisições da interface web para o
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Figura 3.1: Representação gráfica de duas soluções para o ciclismo por EEF, a esquerda
a implementação utilizando o ROS Qt, a direita a implementação utilizando uma interface
portátil que pode se comunicar com um computador, tablet, celular. As setas em cinza
representam a comunicação entre os módulos apresentados por retângulos.
servidor websocket. Na camada GUI, a comunicação com os dispositivos é realizada por
meio de uma rede Wifi e permite que qualquer dispositivo que esteja na rede wifi que o
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webserver possa utilizar essa interface, tornando o sistema mais acessível e portátil.
3.4 RECURSOS DAS APLICAÇÕES
Essa seção apresenta as duas soluções e suas etapas de implementação. Inicialmente são
apresentadas as modificações do sistema utilizando a Robot Operating System (ROS). Em
seguida, é apresentado o desenvolvimento da interface em ROS QT e o desenvolvimento da
interface Web aplicado ao escopo da tecnologia embarcada.
3.4.1 Robot Operating System (ROS)
O projeto EMA já possuía experiência em estudos utilizando a estimulação elétrica fun-
cional (EEF). Uma das vertentes de estudo do projeto EMA é o ciclismo assistido por EEF.
Esse trabalho foi desenvolvido com intuito de contribuir para esse projeto. No início desse
trabalho o Projeto EMA utilizava um notebook para executar o sistema em ROS, que poste-
riormente foi substituído por um computador de placa única de tamanho reduzido da marca
Raspberry.
Antes do início desse trabalho o sistema do projeto EMA para o ciclismo por EEF já
utilizava o middleware ROS e a interação com o usuário era realizada através de botões
físicos. O sistema era controlado por um nó de controle, esse nó utilizava os dados do
sensor inercial (IMU) e dois botões como variáveis de entrada para gerar o seu sinal de
controle. Essa solução não possibilitava a mudança, em tempo de execução, dos parâmetros
de estimulação como a largura de pulso e o intervalo angular de ativação da estimulação,
apenas possibilitava o incremento ou decremento da corrente. Ela também apresentava um
monitoramento deficitário dos parâmetros do ciclismo. Em conjunto com um membro do
projeto foi criada a possibilidade de mudança dos valores em tempo de execução e também
foi desenvolvida uma interface para o monitoramento do exercício.
Essas melhorias utilizaram o pacote dynamic_reconfigure que implementa um servidor
dinâmico do ROS, para a mudança dos parâmetros em tempo de execução. A interface
foi desenvolvida em um ambiente ROS associado ao Qt. A Figura 3.2 apresenta os nós,
que permitem a modularização, identificados pelos círculos. Os tópicos são representados
pelas formas retangulares e as setas para dentro e para fora representam a assinatura e a
publicação em um determinado tópico. Todos esses nós se comunicam entre si por meio
de mensagens. Existe um nó mestre em execução que terá todos os endereços dos nós em
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execução no sistema. É responsabilidade do nó mestre conectar os nós entre si para iniciar a
comunicação. Os tópicos são barramentos nomeados pelos quais os nós trocam mensagens.
Assim um nó que transmite uma mensagem com um nome de tópico, nó publicador, e um nó
que deseja receber a mensagem se inscreverá (assinatura) neste nome de tópico, nó assinante.
Figura 3.2: Arquitetura baseada em ROS que permite a modificação, em tempo de execução,
dos parâmetros do ROS.
O /ema/server é o servidor responsável pela configuração dinâmica, proporcionando ao
sistema a capacidade de modificar os parâmetros em tempo de execução, por exemplo, o in-
tervalo angular da estimulação. O /ema/imu comunica-se com os sensores inerciais e obtém
os dados de movimentação do pedal para publicar no tópico chamado /pedal/. O /ema/con-
trol é o nó principal, ele controla todo o sistema. Sempre que recebe uma nova mensagem no
tópico /pedal/, ele anexa o ângulo atual a uma lista, dentro do loop principal e o nó de con-
trole continua calculando quais canais devem ser ativados e desativados com base no último
ângulo dessa lista. Em seguida, aumenta ou diminui progressivamente a corrente do canal,
ao final do ciclo, ele publica os dados nos respectivos tópicos. O /ema/stimulator é respon-
sável pela atualização do estado do estimulador. O tópico stimulator obterá os valores atuais
de acordo com o novo cálculo. No início do loop esse nó verifica qualquer reconfiguração
de parâmetros.
Foi realizada uma investigação, baseada em entrevistas com profissionais da saúde, mem-
bros do projeto EMA e o ciclista do Cybatlhon 2016, para entender as necessidades comuns
dos usuários do sistema tanto para o contexto de pesquisa, competição e reabilitação. Nessa
investigação foram identificados os tipos de parâmetros e variáveis que deveriam ser dis-
ponibilizados. Apesar de serem contextos distintos esse trabalho buscou implementar as
ferramentas de interação com o usuário que fossem comuns às áreas.
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3.4.2 Robot Operating System (ROS) em ambiente Qt
O Robot Operating System (ROS) em ambiente Qt (ROS Qt ou RQT) e o plugin rqt re-
configure, foram as ferramentas utilizadas para criação da interface gráfica inicial. Então,
buscando facilitar o monitoramento do sistema, utilizando como diretriz a investigação reali-
zada previamente, foram selecionados os melhores parâmetros para serem apresentados aos
usuários. Cada funcionalidade foi implementada em pequenas janelas distribuídas em uma
única tela, visto na Figura 3.3.
O ROS QT permitiu implementar várias ferramentas da GUI na forma de plugins e adici-
onar os novos módulos como janelas encaixáveis. Essa modularidade possibilitou que a tela
principal fosse desenvolvida a partir de plugins nativos, pré existentes, do próprio ROS, tais
como: robot steering, rqt plot, rqt robot monitor. Outra demonstração de reusabilidade que
o middlewear ROS proporcionou foi a utilização de elementos gráficos já disponíveis, por
exemplo os sliders e o combo box, para a criação da interface .
Quatro funcionalidades diferentes foram implementadas para a interação com o usuário,
elas são: gráfico de posição, gráfico de atuação, tabela de tópicos e alteração de parâmetros.
O gráfico de posição é a janela onde o ângulo atual do pedal pode ser acompanhado durante
a pedalada. No gráfico de atuação é exibida a corrente elétrica aplicada pela estimulação,
em cada um dos canais. A tabela de tópicos pode ser usada para obter a comunicação entre
as diferentes partes do sistema e detalhar as mensagens que estão sendo transmitidas. Já na
área de alteração de parâmetros, o usuário pode modificar aspectos como a intensidade do
estímulo e o intervalo angular da ativação. Embora seja possível utilizar essas funcionalida-
des em uma máquina diferente da que estava executando o sistema, essa solução utilizando
o ROS Qt encontra um obstáculo. Esse obstáculo é caracterizado pela falta de portabilidade
para diferentes dispositivos.
3.4.3 Computador de placa única de tamanho reduzido
Diversos computadores de placa única de tamanho reduzido foram pesquisados para em-
barcar o sistema em ROS. Inicialmente as placas com arquitetura i-386 foram cogitadas,
mas devido ao alto custo e a dificuldade de aquisição, essa proposta foi inviabilizada. A
Raspberry Pi 3 b+ foi o computador de placa única de tamanho reduzido que membros do
projeto se empenharam para embarcar o ROS. Essa escolha foi realizada devido ao seu baixo
custo, alto poder de processamento, suporte a redes sem fio, conexão Bluetooth 4.1 LE (Low
Energy) e saída de vídeo HDMI. Essa empreitada obteve êxito e começaram os preparati-
vos e modificações do sistema para o Cybathlon 2020. Essas modificações estavam sendo
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realizadas paralelamente a este trabalho. Para possibilitar o uso de sistemas compatíveis en-
tre as duas frentes de desenvolvimento, uma Raspberry Pi 4 com 8GB de memória RAM
foi adquirida, pois possibilitaria executar a mesma solução da RaspberryPi 3 b+. O modelo
foi escolhido levando em consideração sua maior capacidade computacional, comparada ao
modelo anterior.
O sistema operacional (SO) utilizado foi o Ubuntu 18.04, pois era a versão mais atual
do Ubuntu que seria compatível com a RaspberryPi 3 b+. Para esse sistema operacional a
versão compatível do ROS é o ROS melodic. Esse sistema operacional e essa versão do ROS
foram embarcados na RaspberryPi 3 b+ e na Raspberry Pi 4, pois a versão do ROS necessita
ser compatível com o sistema operacional escolhido.
Após a instalação do ROS melodic na Raspberry pi 4, foi criada a estrutura do projeto
utilizando os comandos em ROS e o repositório no GitHub do EMA FES Cycling 1. Dessa
maneira, foi possível obter na Raspberry pi 4 o mesmo projeto que estava sendo executado
na Raspberry pi 3+, sem necessidade de alteração do código.
Embora exista a possibilidade de instalação do Ubuntu na sua versão mais atual na Rasp-
berry Pi 4, essa escolha não possibilitaria a instalação do ROS melodic devido sua incom-
patibilidade com o SO. A portabilidade do ROS melodic para o ROS Noetic e do Ubuntu
18.04 para o Ubuntu 20.04 não foi realizada para manter a compatibilidade dos sistemas da
Raspberry Pi 4 e da Raspberry pi 3 b+, mantendo compatíveis as duas frentes de trabalho
do Projeto EMA. Dessa maneira o que foi desenvolvido nesse trabalho, também poderia ser
utilizado por outras frentes de pesquisa dentro do grupo.
3.4.4 Interface portátil
Na concepção inicial, a interface de controle portátil para o ciclismo por estimulação elé-
trica funcional seria uma aplicação para dispositivos móveis. Dessa forma, a biblioteca ROS
android seria, inicialmente, a mais indicada para esse tipo de desenvolvimento, pois ela está
preparada para funcionar em conjunto com o Android Studio. Mas essa solução encontrou
uma grande barreira, pois a distribuição do ROS utilizada nas Raspberry foi a Melodic e
a biblioteca Android para ROS apenas tem compatibilidade com a distribuição ROS Kine-
tic. Dessa maneira, se tornou inviável tal implementação, pois necessitaria modificar grande
parte do código já existente no sistema, para permitir a compatibilização da versão do ROS.
Como a solução ROS Android não atendia as necessidades do projeto, buscou-se outra
solução para permitir a portabilidade do sistema. Essa nova solução estava pautada no de-
1https://github.com/lara-unb/ema_fes_cycling
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senvolvimento utilizando a biblioteca roslibjs. Essa biblioteca permitiria a criação de uma
interface de controle portátil para o ciclismo por estimulação elétrica programada em Javas-
cript. A biblioteca roslibjs tem ampla aplicação, uma das suas possibilidades é a apresentação
no celular de vídeos provenientes da câmera do robô, a interação tridimensional com robôs
e a construção de mapas a partir de sensores do robô. Ela é desenvolvida como parte dos
esforços do Robot Web Tools [56] e é composta por um servidor websocket e um plugin
(rosbridge). Eles são responsáveis por receber os pacotes de dados e transformar essa infor-
mação para ser interpretada pelo ROS, o que possibilita a interação do ROS com os códigos
em JavaScript.
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Figura 3.3: Interface gráfica desenvolvida em ROS QT.
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3.5 SOLUÇÃO PARA DISPOSITIVOS MÓVEIS
Essa seção apresenta a descrição da fase de implementação da arquitetura para a inter-
face em dispositivos móveis. Ela é dividida em ferramentas para o sistema e descrição da
utilização do sistema.
3.5.1 Ferramentas para o sistema
Nessa nova etapa do trabalho voltada para o desenvolvimento da solução portátil em
JavaScript surgiu a necessidade de apresentar gráficos dinâmicos (tal como o gráfico da ve-
locidade angular do pedivela) e foram utilizados frameworks. O CanvasJS e o HTML 5
foram ferramentas que permitiram ao sistema web propriedades gráficas elaboradas com
pouca necessidade de programação e também possibilitaram o sistema ser responsivo, ou
seja, adaptável ao display dos dispositivos móveis. O framework JQuery também foi utili-
zado e possibilitou que requisições assíncronas AJAX fossem realizadas pelo sistema web. O
framework em JavaScript permite a implementação de funcionalidades de forma mais sim-
ples, sem a necessidade de desenvolver desde a etapa inicial, utilizando apenas funções a
partir da API. Embora essas ferramentas acelerassem o processo de desenvolvimento, tam-
bém poderia diminuir a disponibilidade de recursos computacionais da Raspberry, como
exemplo o poder de processamento. Testes de desempenho foram realizados para certificar
que o uso dessas ferramentas não comprometeriam a solução.
A Outra prioridade para essa nova etapa foi possibilitar o uso das interfaces em ROS Qt
(RQT) e da interface Web em paralelo. Dessa forma, pode-se usar a interface em ROS Qt e
a interface em JavaScript. Essa característica se tornou possível pois a estrutura utilizada em
nós, tópicos e servidor dinâmico do ROS permaneceu inalterada conforme apresentado no
diagrama da Figura 3.1.
Para a concepção da interface utilizando JavaScript, também foi necessário o uso do
HTML, página onde o JavaScript será executado. Também foi necessário o uso do CSS,
responsável por modificar o estilo dos atributos dessa página, por exemplo, modificar as
cores dos botões, assim como adicionar ações quando o mouse estiver por cima ou quando for
clicado. Para permitir a comunicação do servidor rosbridge com a página HTML é necessário
o uso de um servidor da web (webserver), foi escolhido o webserver já incluso na biblioteca
Python. Um servidor da web (webserver) pode ser exposto ao público, quando conectado a
internet, ou pode ser usado em uma rede interna, sem conexão externa. O uso do webserver
em uma rede interna foi escolhido para minimizar os riscos de falha de segurança.
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Quando o usuário solicita um site adicionando o URL ou endereço IP na barra de ende-
reços de um navegador, um Servidor de Nomes de Domínio (DNS) converte esta URL em
um Endereço IP e tal solicitação é direcionada ao servidor webserver e então o webserver
apresenta o site no navegador do usuário. A biblioteca padrão do Python possui um webser-
ver nativo capaz de ser instanciado a partir de poucas linhas de código. Embora não seja um
servidor da web com todos os recursos, ele pode analisar arquivos HTML simples e servi-
los com os códigos de resposta necessários. Esse webserver nativo foi escolhido para este
trabalho apesar da sua pouca segurança via internet. Essa escolha foi realizada observando
que inicialmente o uso da rede será apenas local, não permitindo o uso da internet e não se
tornando um fator importante nessa etapa do trabalho. Além da escolha do webserver nativo
do Python, também foi escolhido um ambiente virtual nativo do Python, ele foi utilizado
para isolar o uso das bibliotecas do sistema operacional e do sistema do ciclismo por EEF. A
Figura 3.4 apresenta os recursos que estão sendo executados na Raspberry pi 4, eles são:
• O ambiente virtual;
– Internamente ao ambiente virtual, está sendo executado o webserver;
* Internamente ao webserver estão os arquivos que compõe a GUI (HTML,
arquivos em javascript e arquivos CSS);
• No ambiente ROS estão incluídos o SERVER (rosbridge) e o sistema de ciclismo por
EEF (EMA FES Cycling).
Figura 3.4: Escopos das ferramentas e a forma de comunicação entre elas.
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3.5.2 Funções do Sistema
A execução do sistema é composta por algum passos a serem realizados no terminal an-
tes do incio do ambiente em ROS. Para ser utilizado pelo usuário final, esses passos irão ser
transformados em serviços do próprio sistema operacional. Primeiro é inciado o ambiente
virtual nativo do Python, virtualenv. Depois do ambiente virtual iniciado, acessamos a pasta
do arquivo em HTML da página principal, nomeada index e iniciamos o webserver, con-
forme apresentado no Código 3.1. Por fim o ambiente ROS é iniciado por meio do comando
roscore.
Código 3.1: Código utilizado no shell do Ubuntu 18.04 da Raspberry pi 4, responsável por
iniciar o ambiente virtual e o webserver.
1 $ source venv/bin/activate
2 (venv) cd webpages
3 ~/webpages$ python -m http.server
Nessa segunda etapa, em que as ferramentas de pré-configuração já foram iniciadas,
apresentaremos a parte exclusiva do ROS. O sistema do ciclismo assistido por EEF (EMA
FES Cycling) é iniciado em uma janela do shell. Em outra janela do shell iniciamos o
servidor/plugin rosbridge, da biblioteca roslibjs a partir dos códigos apresentados na Figura
3.5. Na representação gráfica da Figura 3.4, o rosbridge está representado pelo SERVER.
Após seu início, ele aguarda uma solicitação do webserver para converter essa solicitação
em uma informação que possa ser interpretada pelo ROS e interagir modificando valores no
EMA FES Cycling ou requisitando dados.
A Figura 3.6 apresenta as funções do sistema web de forma resumida. Após a conexão
da página web por meio do webserver com o rosbridge, a página é atualizada com os valores
das variáveis do servidor dinâmico do ROS. AS por meio da função parametros() e também
as funções DrawCircle() e GraphVel() apresentam os gráficos de monitoramento a cada 100
ms. Os botões da interface web podem incrementar ou decrementar os valores das variáveis
no servidor dinâmico ROS por meio das funções somaupdateitem() e menosupdateitem(),
respectivamente. A função alterbool() é responsável por alterar os valores booleanos.
3.5.2.1 Conexão da interface web com o websocket
Antes de se iniciar as requisições para o servidor rosbridge, como é uma ferramente com
tecnologia websocket, é necessário que ocorra o handshake entre a página/interface, que
pode estar em uma rede Wifi ou internamente na Raspberry, e o server. Então, na interface
gráfica do sistema de reabilitação, foi adicionado um botão que permite essa conexão a partir
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Figura 3.5: Iniciação do ROS, webserver, ambiente virtual e o servidor websocket a partir
do shell.
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Figura 3.6: Funções de atualizar os valores da interface web e modificar os valores no servi-
dor dinâmico ROS.
do IP da Raspberry. O Código 3.2 em javascript é responsável por tal funcionalidade. Tam-
bém foi adicionado a interface um campo que apresenta o registro do status da conexão, para
seu monitoramento.
Após ocorrer a conexão, por meio da porta 9090, os métodos graphVel e o DrawCircle são
chamados. Esses métodos são responsáveis por iniciar os dois gráficos de monitoramento. A
Figura 3.7 apresenta esses dois gráficos. O primeiro gráfico representa a velocidade angular
do pedivela em rad por segundo e o segundo gráfico apresenta a posição angular do pedivela
em tempo de execução, a partir dos dados da IMU. Como a tecnologia utilizada para gerar es-
ses gráficos é o javascript, eles são executados no navegador do dispositivo, esse dispositivo
pode acessar o sistema através de uma rede Wifi ou esses gráficos podem ser visualizados
em um navegador do SO da Raspberry.
42
Código 3.2: Código utilizado para gerar o handshake entre o servidor websocket rosbridge e
a interface gráfica em JavaScript.
1 connect: function() {
2 this.loading = true
3 ros = new ROSLIB.Ros({
4 url: this.ws_address
5 })
6 ros.on('connection', () => {
7 this.logs.unshift(
8 (new Date()).toTimeString()+'-Connected!')
9 this.connected = true





3.5.2.2 Apresentação dos gráficos de monitoramento
Para realizar o monitoramento foi necessário definir uma taxa de atualização dos valores.
Como o sistema de estimulação e o sistema de controle utilizam uma taxa de atualização de
50 Hz, uma taxa de amostragem de 10 Hz não sobrecarregaria o sistema, e apresentaria os
dados de forma satisfatória e segura.
No Código 3.3 é apresentado o código responsável pela criação e atualização do gráfico
de velocidade angular. O tópico /ema/control/speed utiliza uma mensagem do tipo Float e
foi escolhido para a extração dos dados da velocidade angular em rad/s. Após a definição
das características do layout do gráfico e após a assinatura no tópico, os dados de tempo e
de velocidade recebidos por meio do tópico são adicionados ao gráfico. Esse processo de
aquisição de dados é repetido de forma recursiva a cada 100 ms.
No Código 3.4 é apresentado o código responsável pela criação e atualização do gráfico
de monitoramento da posição do pedivela a partir dos dados do sensor inercial (IMU). O
tópico /ema/control/angle foi escolhido para a extração dos dados do ângulo da IMU. Após
se definir as características do layout do gráfico e realizar a assinatura no tópico, os dados
são adquiridos e o gráfico é desenhado na interface do usuário, utilizando o HTML 5, de
forma recursiva a cada 100 ms.
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Figura 3.7: Apresentação do Layout dos gráficos de monitoramento.
3.5.2.3 Alteração dos valores no sistema ROS
A mudança dos parâmetros em tempo de execução é permitida utilizando o servidor di-
nâmico de parâmetros, dessa forma, pode-se utilizar a interface web e o ROS Qt em paralelo,
pois ambas as soluções utilizam o mesmo servidor dinâmico.
Por meio da interface gráfica é possível habilitar ou desabilitar um canal do estimulador,
ativar ou desativar o sistema de controle em malha fechada, selecionar o ângulo mínimo e
máximo de estimulação do canal, a largura de pulso da estimulação e o valor da corrente
de estimulação, assim como definir se as correntes dos canais adjacentes permaneceram
interligadas.
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Código 3.3: Código que permite a criação e atualização do gráfico de velocidade angular.
1 function graphVel(){
2 var listener = new ROSLIB.Topic({
3 ros : ros,
4 name : '/ema/control/speed',















Para a modificação dos parâmetros no servidor dinâmico do ROS, por meio da interface
em javaScript (interface web), foi utilizado o código apresentado no Código 3.9. Após a
conexão com o rosbridge é feita a requisição para modificação de parâmetros utilizando o
nome do parâmetro, que está definido no ROS, e seu novo valor. Ao chamar o serviço de mo-
dificação de parâmetros é iniciado um callback, onde são apresentados os novos valores no
console do navegador. Ressalta-se que após a conexão ser realizada, os valores das variáveis
armazenadas no servidor dinâmico são apresentados em tela.
Para a modificação dessas variáveis é utilizado um slider, um botão para aumentar o va-
lor, e outro para diminuir. Esse layout permite o controle do valor a ser inserido no servidor
dinâmico. Essa forma modular foi utilizada para quase todas as variáveis, conforme apre-
sentado na Figura 3.8. Essa Figura é a imagem da tela de um sistema android acessando a
interface.
3.5.3 Ferramenta Ambiente Virtual
Essa ferramenta foi utilizada por permitir separar o projeto, suas dependências e biblio-
tecas propiciando que o sistema no ambiente em ROS não interfira no sistema operacional
da Raspberry. Dessa forma, esse ambiente é isolado e permite o uso de diferentes bibliotecas
em projetos distintos, executados simultaneamente. A ferramenta de ambiente virtual cria
uma pasta dentro do projeto, chamada de venv podendo ser renomeada. Essa pasta é consti-
45
Código 3.4: Código que permite a criação e atualização do gráfico de posição do pedivela.
1 chart = new CanvasJS.Chart("chartContainer", {
2 title : { text : "Dynamic Data" },
3 axisX: { title: "Time" },
4 axisY: {title:"rad por seg"},
5 data : [{type : "spline",dataPoints : dps}]
6 });
7 function drawCircle() {
8 var listener = new ROSLIB.Topic({
9 ros : ros, name : '/ema/control/angle',
10 messageType : 'std_msgs/Float64'});
11 listener.subscribe(function(message) {
12 ang= message.data;
13 var canvas =
14 document.getElementById('myCanvas');
15 var context = canvas.getContext('2d');
16 var centerX = canvas.width / 2;
17 var centerY = canvas.height / 2;
18 var radius = canvas.width/3;
19 context.clearRect(
20 0, 0, canvas.width, canvas.height);
21 document.getElementById("Display-angle")
22 .innerText = ang;
23 ang=2*Math.PI*(ang/360);
24 if(ang < (2*Math.PI)){
25 context.beginPath();
26 context.arc(




31 context.lineWidth = 7;
32 context.strokeStyle = 'green';
33 context.stroke();}
34 if(ang >= (2*Math.PI)){
35 context.beginPath();
36 context.arc(
37 centerX, centerY, radius,
38 -(0.5)*Math.PI,-(0.5)* Math.PI,
39 false);
40 context.lineWidth = 7;




Código 3.5: Código para modificações dos parâmetros do servidor dinâmico do ROS.
1 function somaupdateitem(label,parametro,channel,valor){
2 valor++;
3 var dynaRecClient = new ROSLIB.Service({
4 ros : ros,
5 name : '/ema/server/set_parameters',
6 serviceType : 'dynamic_reconfigure/Reconfigure'
7 });
8 var request = new ROSLIB.ServiceRequest({
9 config: {bools: [{}],ints: [{
10 name: channel,value: valor}],
11 strs: [],doubles: [],groups: []}
12 });










23 var dynaRecClient = new ROSLIB.Service({
24 ros : ros,
25 name : '/ema/server/set_parameters',
26 serviceType:'dynamic_reconfigure/Reconfigure'
27 });

















Figura 3.8: Apresentação da função do sistema de modificar os parâmetros por meio da
interface em javascript sendo utilizada em um sistema android.
tuída de executáveis do Python e pip. A partir o momento da ativação do ambiente virtual,
todas os pacotes instalados ficam internos a esse ambiente, sendo específico dele.
A criação de ambientes virtuais é feita executando o comando venv: python3 -m venv
/path/to/new/virtual/environment. A execução desse comando cria o diretório de destino e
coloca um arquivo pyvenv.cfg nele com uma chave home apontando para a instalação do
Python a partir da qual o comando foi executado, também, é criado um subdiretório bin que
contém uma cópia ou link para o Python, [57].
48
3.6 ESTUDO EXPERIMENTAL
Esse trabalho disponibilizou duas interfaces para o sistema de ciclismo por EEF. A pri-
meira interface em ROS Qt e a segunda interface um sistema web. A primeira interface foi
utilizada pelo projeto EMA pelo período de um ano, seguindo o protocolo descrito abaixo.
A segunda interface, inicialmente, foi separada em módulos e foram isolados em blocos
(IMU, Estimulador, Interface) para garantir que cada parte do sistema estava funcionando
corretamente.
Após a comprovação do funcionamento correto dos blocos, o sistema foi validado de
forma completa. Então, foi realizado um experimento como prova de conceito em um pa-
ciente com lesão medular. A validação seguiu o protocolo descrito abaixo e ocorreu uma
vez. A solução do sistema web foi utilizada sem prévia descrição para o usuário (tanto pelo
paciente quanto pelo aplicador da técnica de reabilitação).
3.6.1 Sujeitos
Esse trabalho tem a aprovação pelo comité de ética (CAAE 50337215.1.0000.0030, nú-
mero de aprovação 1.413.934, 18 de fevereiro de 2016) e o consentimento do voluntário.
O voluntário é um atleta ativo, competindo em vela e remo, de sexo masculino, 41 anos,
69 kg, com lesão medular de nível T9 há 7 anos. Antes do experimento, descrito aqui, o
indivíduo já estava acostumado a treinamentos utilizando o ciclismo por EEF. O voluntário
passou por 6 meses de monitoramento, incluindo testes preliminares, pré-treinamento e fases
de treinamento, onde se acostumou às terapias de estimulação elétrica.
3.6.2 Protocolo
A periodicidade dos treinamentos da interface em ROS Qt era semanal. Para a interface
web, foi realizado um experimento piloto com o paciente com lesão medular. Em ambas as
soluções os exercícios duravam 40 minutos e nesses treinos foi testado o sistema modificando
os valores de forma dinâmica.
Inicialmente era realizado um aquecimento com duração de quinze minutos, ainda com
movimentos guiados pela pessoa responsável pelo exercício. Após o aquecimento iniciava o
incremento da corrente em pequenos valores até ser possível a movimentação do voluntário
sem a necessidade de auxílio manual. Mesmo após adquirida a estabilidade na movimenta-
ção é necessária a supervisão atenciosa do exercício, pois paradas abruptas podem acontecer
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devido a fadiga muscular.
Para diminuir o número de paradas abruptas, o sistema pode ser colocado em malha
fechada através da interface gráfica. O controle é realizado baseado na velocidade. Um valor
limite mínimo de velocidade é definido e a medida que ocorre um decréscimo na velocidade
até atingir esse valor o sistema incrementa a corrente com valores pré definidos, isso leva a
um aumento de fibras musculares selecionadas e propicia a manutenção da movimentação. A
intensidade e duração de cada sessão de treinamento foi definida de acordo com o programa
de treinamento do participante.
3.7 AVALIAÇÃO DE DESEMPENHO
Três métricas para avaliar o desempenho de aplicações web são utilizadas geralmente: O
tempo gasto para o primeiro aparecimento de conteúdo; O tempo que leva para o conteúdo
de uma página ser preenchido visivelmente; Tempo até a página ficar interativa. Apesar
dessas métricas trazerem informações importantes do sistema, foi observado que elas não
seriam parâmetros interessantes para análise de desempenho da posposta de interface web
desse trabalho. Pois a aplicação iria ser executada em uma rede local, sem acesso à internet.
Para a análise de desempenho desse sistema houve uma segregação de contextos da aplica-
ção. Essa metodologia foi escolhida para possibilitar análise por partes. Essas partes foram:
comunicação por meio da rede wifi, recursos computacionais da Raspberry e a capacidade
do servidor websocket. Isso permitiu uma apreciação mais criteriosa das possibilidades que
poderiam causar depreciação de desempenho.
Inicialmente foi utilizada a ferramenta Google Chrome Audits. Essa ferramenta é dis-
ponibilizada pelo navegador Google Chrome como ferramentas para desenvolvedores [58] e
busca identificar em um sistema web fatores que possam ser melhorados. Essa ferramenta
fez uma análise macro da solução web implementada e demonstrou ser uma boa ferramenta
para adequação do sistema as boas práticas de programação, mas não foi possível extrair in-
formações específicas sobre os fatores influenciadores de desempenho dessa interface. Essa
falta de aplicabilidade é devido a essa interface manter a comunicação via rede Wifi com um
servidor local websocket.
A posteriori, foram utilizadas outras funções dessas ferramentas para desenvolvedor do
navegador Google Chrome, a função de desempenho e a função rede. A função de desempe-
nho fornece dados para análise dos processos que estão sendo executados pelo sistema web.
A função rede fornece os dados de comunicação do sistema web pela rede, com esses dados
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é possível identificar o que afetaria a comunicação e o sistema de forma mais acentuada.
As ferramentas de desenvolvimento web do Mozilla Firefox [59] também foram utilizadas
como método de comparar as informações das ferramentas do Google Chrome para realizar
a análise dos dados. As funções de análise do sistema web utilizadas do navegador Mozilla
Firefox foram as mesmas do Google Chrome, rede e desempenho.
Além da comunicação e dos processos do sistema web, o servidor websocket executado
na Raspberry também foi analisado. Essa análise foi realizada por meio de um teste de
carga. A ferramenta utilizada foi a Apache Jmeter [60]. Os testes simularam uma alta taxa
de dados e de tráfego e registram como o sistema responde nestas condições. Por fim, foi
realizada a avaliação de desempenho dos recursos da Raspberry (uso do processamento, uso
da memoria, uso do potencial de comunicação) por meio do Gnome System Monitor. Os
dados de esforço computacional eram observados e analisados a partir de requisições da
interface web. A Figura 3.9 é a representação gráfica em forma de tabela das ferramentas
citadas acima e suas aplicações.
Figura 3.9: As ferramentas utilizadas para avaliar o desempenho do sistema estão dispostas
na primeira coluna. As propriedades estão apresentadas de forma resumida na primeira linha.
As marcações em verde representam quais propriedades essas ferramentas estão aferindo.
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RESULTADOS E DISCUSSÃO
Neste capítulo são apresentados os resultados do sistema. Os resultados de desempenho do
sistema para a comunicação e demanda de processos foram encontrados por meio das fer-
ramentas dos navegadores web Google Chrome e Mozilla Firefox. Também foi utilizada
a ferramenta Apache Jmeter para análise do servidor websocket e o Gnome System Moni-
tor para a verificação de utilização dos recursos computacionais da Raspberry. Na segunda
parte desde capítulo foram apresentados os resultados da utilização do sistema em um prova
de conceito. Como etapa inicial da validação do sistema, os resultados foram adquiridos a
partir dos sistemas isolados. Após os testes dos módulos, o resultado do sistema completo
foi adquirido. O teste para o paciente com lesão medular buscou identificar se todas as funci-
onalidades da solução foram executadas corretamente e os fatores que poderiam influenciar
na sua utilização. Por fim, são apresentadas as discussões da solução desenvolvida. Todo o
projeto está disponibilizado em um repositório no GitHub 1. Nesse repositório estão dispo-
nibilizados os códigos da interface na pasta webpages e nas demais pastas os códigos para
os nós em ROS.
4.1 VALIDAÇÃO DO SISTEMA
Nessa seção são apresentados os resultados da utilização experimental do sistema web.
São mostrados os testes de validação do sistema por módulos e os resultados da utilização
desse sistema completo.
4.1.1 Testes dos módulos do sistema
O sistema web que se comunica com os dispositivos utilizando ROS foi analisado ini-
cialmente por módulos. Durante a utilização do sistema, os blocos da IMU e estimulador





A figura 4.1 apresenta a primeira etapa dessa inspeção. Os testes iniciais foram realizados
com o bloco da IMU. Os dados do sensor foram apresentados na interface em JavaScript por
de uma representação gráfica dinâmica em forma de círculo como mostra na figura 4.1 e
através console do navegador. Os valores apresentados foram comparados entre o console e
o tópico que publica os ângulos da IMU no ROS. Essa comparação foi realizada mantendo a
IMU em determinadas posições e averiguando se os valores seriam iguais. Os resultados do
bloco da IMU para a aquisição dos ângulos foi satisfatório..
A velocidade angular do pedivela era extraída das informações da IMU. Para a aquisição
desses valores foi necessário reprogramar as configurações iniciais da IMU, pois a versão
anterior do sistema não permitia a aquisição desses dados. Essa reprogramação foi realizada
a no arquivo YAML e no nó da IMU. Após essas modificações, os resultados apresentados
no console do navegador eram iguais aos apresentados no tópico da IMU responsável por
publicar o valor da velocidade angular.
4.1.1.2 Módulo estimulador
Os testes para o módulo do estimulador foram realizados alterando o valor da corrente
de estimulação por meio da interface web e verificando se a atualização dos valores ocorria
tanto na interface quanto no servidor dinâmico do ROS. Todas as mudanças realizadas foram
visualizadas no servidor dinâmico.
4.1.2 Resultados do sistema completo
Essa etapa de aquisição de resultados buscou identificar se o sistema estava operando
conforme o esperado, permitindo a alteração dos parâmetros em tempo de execução por
meio de uma interface web portátil. Foi avaliado, também, se o sistema estava seguro para
a próxima etapa de experimento com o participante com lesão medular. Essa análise foi re-
alizada verificando se as mudanças nos parâmetros não apresentavam atraso que pudessem
comprometer a utilização do sistema. Os resultados obtidos nessa fase não apresentaram
comportamentos anômalos e o sistema funcionou sem apresentar atrasos que pudessem in-
terferir com a segurança do sistema.
A Figura 4.2 apresenta a configuração para a utilização do sistema de ciclismo por EEF
com o sistema web. Ela é composta por dois canais do estimulador, o sensor inercial anexado
ao pedivela, o celular que mantêm a comunicação com a Raspberry via Wifi e um monitor
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Figura 4.1: Teste realizado com os sistemas isolados. Na imagem é apresentado a IMU e
seus respectivos valores no console do navegador e sua posição graficamente representada.
conectado a Raspberry.
Inicialmente foi realizada a conexão utilizando o IP da Raspberry, essa conexão é o
handshake do webserver com o websocket. A Figura 4.3 apresenta a tela desse processo.
A conexão ocorreu sempre que foi solicitada e não ocorram falhas no processo.
Após a conexão, na seção parâmetros da página do navegador, o participante realizada
a etapa do PRESET. A Figura 4.4 apresenta a tela para a etapa do PRESET. Nessa etapa os
canais de estimulação podem ser ativos ou desativados, o controle em malha fechado pode ser
selecionado e seus parâmetros definidos. Na tela apresentada os valores foram atualizados a
partir do servidor dinâmico do ROS, essa atualização aconteceu após a conexão realizada na
página da Figura 4.3 .
A etapa de PRESET pode ser realizada a qualquer momento durante o uso do sistema
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Figura 4.2: São apresentados dois canais do estimulador, o sensor inercial anexado ao pedi-
vela, o celular do paciente e um monitor conectado a Raspberry.
e foi utilizada, por exemplo, para desativar o canal do estimulador no fim do experimento.
A Figura 4.5 apresenta a janela de edição dos parâmetros de estimulação relacionados aos
canais 1 e 2. A mudança entre as telas é realizada por abas. As abas se tornam visíveis a
partir da seleção dos canais no PRESET. As modificações dos parâmetros para os demais
canais seguem a mesma estrutura que apresentado na Figura 4.5.
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Figura 4.3: Janela que realiza a conexão com o websocket, nessa janela é apresentado o
botão para conectar ou desconectar e o status da conexão com o servidor.
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Figura 4.4: Janela do PRESET, ativa ou desativa os canais de estimulação, habilita ou desa-
bilita o controle em malha fechada para a compensação da fadiga.
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Figura 4.5: Nessa janela são apresentados os botões para o incremento ou decremento dos
valores dos parâmetros. A modificação pelos sliders foi desabilitada por segurança.
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4.2 RESULTADOS DE DESEMPENHO
Os resultados apresentados nessa seção foram utilizados para identificar os fatores que
influenciavam o desempenho do sistema.
4.2.1 Tempo de execução dos processos
Por meio da ferramenta para desenvolvedores do navegador Mozilla Firefox a demanda
de tempo dos processos do sistema web no navegador foi aferida. A Figura 4.6 apresenta
em ordem decrescente de demanda de tempo os processos do sistema web. Utilizando tal
ferramenta foi observado que os processos de apresentação dos gráficos e sua atualização era
o que demandava mais tempo do sistema. A atualização dos dois gráficos era vinculada a
comunicação do webserver com o servidor websocket.
4.2.2 Tempo demandado na comunicação
A comunicação do webserver e do websocket era realizada por meio de uma rede Wifi.
Para analisar essa comunicação foram utilizadas as ferramentas para desenvolvedores do
navegador Google Chrome e Mozilla Firefox na função rede. A figura 4.7 (a) apresenta
a demanda de tempo de comunicação utilizando as ferramentas para desenvolvedores do
Google Chrome. A figura 4.7 (b) apresenta a demanda de tempo de comunicação utilizando
as ferramentas para desenvolvedores do Mozilla Firefox. Em ambas ferramentas é possível
notar que os gráficos de monitoramento continuam sendo os elementos que demandam maior
consumo de tempo do sistema. Com a análise desses resultados foi possível notar que a maior
parte desse consumo era ocasionada por esperas na comunicação.
4.2.3 Capacidade de comunicação do servidor websocket
O teste de carga foi realizado para verificar se o volume de transações, acessos simul-
tâneos ou usuários que o servidor suporta é satisfatório. Esse teste foi motivado para dar
continuidade na análise de desempenho do sistema e identificar o motivo que o processo de
apresentação e atualização dos gráficos de monitoramento da interface web portátil demanda
mais tempo de comunicação com o servidor websocket que os outros processos do sistema.
A ferramenta Apache Jmeter, que simula usuários se conectando ao servidor através de re-
quisições HTTP, foi utilizada para investigar a capacidade do servidor websocket rosbridge.
A figura 4.7 mostra o resultado do teste de carga do servidor utilizando 1000 requisições.
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Esse número foi escolhido pois é um numero de clientes muito maior que no pior dos casos
de utilização do sistema e demonstra que a capacidade do servidor atende a demanda da so-
lução. O objetivo do teste não foi exaurir o servidor websocket, mas observar que o servidor
rosbridge satisfaz as necessidades do sistema.
4.2.4 Capacidade dos recursos computacionais da Raspberry
Para averiguar se o uso de frameworks afetou a capacidade da Raspberry, foi utilizada
a ferramenta Gnome System Monitor. Essa ferramenta permite analisar o processamento, a
memoria e a capacidade de comunicação da Raspberry. A Figura 4.9 apresenta a demanda
dos recursos computacionais da Raspberry pi 4 durante a utilização do sistema web portátil
para ciclismo por EEF. Os testes foram realizadas modificando os parâmetros e executando o
sistema por meio da interface em JavaScript. Não foi observado uma mudança na demanda
de recursos computacionais da Raspberry, após o início do sistema para ciclismo por EEF
portátil, mesmo modificando as variáveis no servidor dinâmico ou apresentando os dados de
monitoração por meio dos gráficos.
4.2.5 Discussão dos resultados de desempenho
As requisições da interface portátil do ciclismo por EEF precisam ser traduzidas pelo
servidor websocket para o sistema ROS. Essa comunicação apenas é estabelecida quando a
requisição anterior tenha acabado o seu ciclo de comunicação (requisição e resposta). Os
gráficos de velocidade e de posicionamento do pedivela são atualizados a cada 100ms, essa
atualização gera uma necessidade de resposta do servidor websocket e pode gerar um im-
possibilidade de comunicação do servidor naquele intervalo. Essa requisição que aguardará
a disponibilidade do servidor pode ser um o clique do botão para aumentar a corrente, ou di-
minuir a corrente, ou alterar os ângulos de acionamento fazendo com que essa nova interação
do usuário fique armazenada no buffer do navegador utilizado.
A demanda do processo de apresentação e atualização dos gráficos de monitoramento no
desempenho do sistema web apresentado na Figura 4.6 e a demanda da comunicação desse
processo apresentada na Figura 4.7 são explicadas pelo fato do JavaScript apenas executar
um trecho de código por vez, ou seja, operar com thread único. Outro fator associado a essas
demandas é a comunicação com o servidor websocket, essa comunicação pode influenciar e
bloquear novas requisições assíncronas desse sistema.
Quando um botão é pressionado (evento assíncrono), a informação é armazenada no
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buffer para ser executado posteriormente, mas se o buffer for sobrecarregado o evento assín-
crono irá ser perdido. Essa possibilidade de falha de comunicação pode ser diminuída pelo
navegador web. O navegador web permite o armazenamento das requisições a partir de um
buffer, mas uma vez que forem realizadas várias requisições sem a resposta adequada, esse
buffer substitui as requisições antigas pelas novas e começa a ocorrer perda de informações.
A atualização do gráfico de velocidade angular e atualização da posição do pedivela faz com
que todo o sistema necessita aguardar a resposta do servidor rosbridge a essas requisições de
atualização.
Durante o uso do sistema, não foram caracterizadas falhas que pudessem comprometer a
sua utilização, mas foi observado uma lentidão quando foi necessário modificar o ângulo de
ativação da estimulação pelo botão, devido o excesso de requisições em um curto intervalo
de tempo, mas sem afetar a segurança do participante.
Por meio desses resultados foi possível observar que os recursos utilizados para a con-
cepção dessa solução foram suficientes para possibilitar uma solução modular, portátil e
funcional para o ciclismo por EEF, pois a demora apresentada pelo sistema não afetou a sua
utilização. A reusabilidade dos códigos e a modularidade do sistema é uma característica do
middleware ROS, essa solução manteve essa característica fazendo com que outras moda-
lidades de exercícios utilizando EEF pudessem utilizar recursos dessa solução sem grande
esforço computacional. A utilização de frameworks não demonstrou impactar na demanda
de recursos computacionais da Raspberry, então outros frameworks poderiam ser utilizadas
para criar melhores interfaces e melhorar a comunicação com o servidor websocket.
61
Figura 4.6: A figura apresenta relatórios de desempenho do sistema utilizando a ferramenta
de desenvolvimento web do navegador Mozilla Firefox. Esses processos são apresentados
em ordem decrescente de demanda de tempo do navegador. O primeiro processo apresentado
na lista é o processo responsável por criar e atualizar os gráficos da velocidade angular e da
posição do pedivela do ciclista.
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(a) Relatório de demanda da rede utilizando as ferramentas do desenvolvedor do Google Chrome
(b) Relatório de demanda da rede utilizando as ferramentas de desenvolvimento do Mozilla Firefox
Figura 4.7: Apresentação da demanda de tempo na comunicação do processo de apresenta-
ção dos gráficos de monitoramento com o servidor websocket.
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Figura 4.8: Teste do servidor websocket rosbridge utilizando a ferramenta Apache Jmeter.
Esse teste de carga foi realizado utilizando 1000 requisições.
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Figura 4.9: Demanda de recursos computacionais da Raspberry durante o uso do sistema
utilizando a ferramenta Gnome System Monitor.
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4.3 EXPERIMENTO COM PARTICIPANTE COM LESÃO MEDULAR
Após a junção dos blocos e seus resultados avaliados como satisfatórios, o participante
com lesão medular utilizou o sistema como prova de conceito. Essa abordagem foi escolhida
para identificar se o sistema atenderia a proposta de ser portátil e capaz de ser utilizado por
diferentes usuários.
Os resultados do experimento com o participante com lesão medular foram obtidos se-
guindo o protocolo do estudo experimental. Começando pelo aquecimento até a movimenta-
ção sem o auxilio manual. Inicialmente os ângulos foram definidos pelo aplicador do testes
através do sistema web. Após sua definição, o sinal da corrente foi aumentado por meio do
sistema web e a alteração dos valores foi visualizada no servidor dinâmico do ROS. Isso
permitiu identificar se as alterações realizadas na interface web modificavam o servidor di-
nâmico do ROS conforme esperado.
Então, o participante começou a participar de forma ativa do experimento. A Figura 4.10
mostra o participante utilizando o seu aparelho celular para controlar o sistema de ciclismo
por EEF. Na Figura 4.10(a) o participante está acompanhando o posicionamento do pedivela
durante a execução do movimento. Na figura 4.10(b) o participante está acompanhando a
evolução da velocidade angular da pedalada. Na Figura 4.10(c) o participante está modi-
ficando os parâmetros de estimulação, adicionando corrente aos canais 7 e 8 por meio do
botão da interface web.
O monitoramento da velocidade e da posição do pedivela foi realizado por meio de gráfi-
cos da interface web. A Figura 4.11 apresenta as telas de monitoramento a partir do navega-
dor. Na Figura 4.11 (a) é apresentado o gráfico de velocidade angular com dados referentes
ao experimento com duração de aproximadamente 6 minutos. Na 4.11 (b) é apresentada a
continuação desse gráfico até o fim do experimento. Na 4.11 (b) o fim dos testes é repre-
sentado quando o valor da velocidade angular decai para zero. Durante os testes, toda a
alteração de corrente estava sendo realizada pelo participante que utilizava o seu celular.
As modificações foram realizadas pela interface web durante a execução do experimento.
Além do monitoramento pela interface web, a equipe também monitorou a interface em ROS
Qt. A interface em ROS Qt foi amplamente utilizada nos experimentos do projeto EMA.
Com a comparação dos dados entre as duas interfaces seria possível identificar qualquer
anomalia e observar se os dados alterados na interface web em Javascript surtiriam efeito no
servidor dinâmico e nos tópicos.
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(a) Participante acompanhando o posicionamento do pedivela por
meio do seu celular.
(b) Participante acompanhando pelo seu celular o gráfico atualizado
dinamicamente da velocidade angular
(c) Participante alterando os valores dos parâmetros da estimulação
em tempo de execução da reabilitação
Figura 4.10: Participante utilizando o seu aparelho celular para controlar o sistema de ci-
clismo por EEF.
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(a) Gráfico de velocidade angular com dados referentes ao teste com duração de aproximadamente 6
minutos.
(b) Momento que os testes se findam e a velocidade angular decai para zero
Figura 4.11: Telas de monitoramento da velocidade angular e da posição do pedivela.
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4.4 DISCUSSÃO DAS SOLUÇÕES
Um dos conceitos previstos pela IEC 62304 é que o ambiente de desenvolvimento do
software de dispositivos médicos também realize a gestão de qualidade e gerenciamento de
risco. Dessa forma, os padrões das normas ISO 13485 e ISO 14971, nortearam a gestão
de qualidade e risco. A importância de se observar essas normais e suas diretrizes para a
manutenção da segurança do sistema, esta embasado na sua sensibilidade. Em sistemas apli-
cados a saúde que utilizam a EEF, por exemplo, a estimulação pode ser um fator de risco
dada a corrente elétrica que é aplicada no paciente. Então, períodos de estimulação muito
longos, valores de corrente elevados, grandes variações na intensidade, ou uma estimulação
inadequada de grupos musculares podem gerar lesões no paciente. Outros fatores podem
colocar a saúde do paciente em risco, como a falha no recebimento de dados dos sensores,
má interpretação dos dados experimentais, corrupção dos dados, e instabilidade do sistema
são exemplos da problemática em se desenvolver e disponibilizar uma interface de controle
ao usuário que possibilite controle em tempo de execução da energia transferida ao paciente.
Dentro do escopo deste trabalho, a classificação do risco do software acompanha a classifica-
ção do hardware, sendo isento de registro obrigatório do software, como é o caso do software
embarcado, cujo registro deve ser incluído na solicitação de registro do equipamento médico
ao qual se destina.
Apesar dos esforços em desenvolver uma interface em ROS Qt, foi observado por di-
ferentes usuários, que as informações apresentadas na GUI não disponibilizavam recursos
gráficos suficientes para uma boa interpretação do ciclismo assistido por EEF para um pro-
fissional da saúde ou um ciclista com lesão medular sem conhecimento técnico. A solução
desenvolvida em Javascript (interface Web) permitiu a disponibilidade de mais recursos grá-
ficos e conforme relato dos usuários, a interface tornou-se mais interpretativa para usuários
com diferentes níveis de conhecimento técnico. Embora, sejam necessários mais profissi-
onais da saúde e ciclistas com LM utilizando o sistema web para identificar e quantizar a
usabilidade desse sistema.
A interface em JavaScript é apresentada como uma página web que tem os seus três mó-
dulos acessíveis através do rolamento da janela. Esses três módulos são: conexão, monito-
ramento e parâmetros. Foi sugerido pelos usuários desse sistema que esses módulos fossem
transformados em dois. O Primeiro módulo seria o de parâmetros e o segundo módulo o de
monitoramento. Os dois módulos estariam em páginas distintas e o módulo de conexão não
se tornaria mais necessário. A conexão com a Raspberry seria realizada automaticamente
por meio de um IP fixo. Essa conexão se efetuaria ao se iniciar o sistema.
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No módulo de parâmetros, foi identificado durante o uso do sistema, que a escolha das
mesmas cores dos botões para parâmetros diferentes e a falta de divisão entre eles, podem
levar o usuário a alterar um parâmetro indesejado, por confusão visual. Esse erro pode oca-
sionar um mau desenvolvimento da reabilitação, ou até causar lesões, caso a alteração do
parâmetro seja a faixa angular de ativação do canal. Outra dificuldade encontrada foi na uti-
lização do sistema web por diversos dispositivos simultaneamente, uma vez que a atualização
dos dados do servidor dinâmico do ROS apenas ocorre no momento da conexão, a alteração
realizada por um dispositivo não é simultaneamente observada pelo outro dispositivo, sendo
necessário reconectar para visualizar a modificação.
No módulo de monitoramento, os dados da IMU foram apresentados sem tratamento da
informação. Dessa forma é possível notar grandes variações nos gráficos da Figura 4.11.
Essas variações são causadas por pequenos travamentos na movimentação do pedivela e
não refletem a dinâmica da execução. Seria interessante o tratamento dos dados antes da
apresentação, pois diminuiriam essas variações pontuais e tornaria o gráfico mais didático.
Também foi sugestionado pelos usuários que a velocidade angular fosse apresentada em
graus por segundo, em vez de rad por segundo, pois tornaria a compreensão mais intuitiva.
Outro entrave desse módulo é a falta de armazenamento dos dados dos gráficos. Essa
característica é observada quando a página é recarregada e todos os valores anteriores são
apagados, iniciando um novo gráfico com os novos valores obtidos. Para transpor essa bar-
reira, seria necessário pesquisar outros frameworks que permitissem gravar e exportar os
dados do gráfico com a variável de tempo associada ao dado, assim seria possível manter o
histórico do treino.
Utilizando o seu celular os participantes controlaram todo o sistema, aumentando sua
interação com o exercício. Porém, conforme alegado pelos participantes, a interface atual
não atenderia as necessidades na utilização do sistema em ambiente externo de forma móvel.
Essa incapacidade estaria relacionada a ocupação das mãos guiando a Trike e a impossi-
bilidade do manuseio do celular para a alteração dos parâmetros. Ressalta-se que para os
participantes a parte de monitoramento poderia ser utilizado como display e o celular pode-
ria ser fixado em um suporte no guidão.
Para manter a segurança da aplicação foi desabilitada a possibilidade de modificar os
valores por meio dos sliders, essa decisão de fato trouxe maior segurança no quesito aumento
ou diminuição da corrente do estimulador, porém, trouxe morosidade na alteração inicial dos
ângulos de ativação.
Durante os testes, a funcionalidade de modificação dos parâmetros em tempo de execução
70
para o sistema em ROS, ROS Qt e interface em JavaScript obteve êxito. Embora, tenha sido
observado na interface em JavaScript pequenas latências do sistema. Essas latências estavam
associadas a comunicação do webserver com o servidor websocket e eram mais comuns
quando solicitações de alterações de parâmetros eram realizadas de forma repetitiva e em
um curto intervalo. Embora tenha sido observado tal fato, ele não interferiu na execução do
experimento para o participante com LM.
Este trabalho implementou a comunicação do ROS com uma interface portátil para um
sistema de ciclismo por EEF. Não foi observado problemas de incompatibilização da apli-
cação Web para os dispositivos utilizados: notebook utilizando Ubuntu 18.04, celular utili-
zando Android e celular utilizando IOS. Esse sistema foi desenvolvido de maneira respon-
siva, adaptável ao tamanho da tela do dispositivo. Todas as funcionalidades do sistema em
ROS Qt (RQT) foram portadas para o sistema web.
O desenvolvimento da interface em ROS Qt demanda grande esforço computacional para
a criação de novas ferramentas de apresentação de dados e criação de gráficos. Essa carac-
terística associada a necessidade do ROS estar instalado no dispositivo para a sua utilização
não propiciou a acessibilidade desejada para o sistema. Utilizando a tecnologia JavaScript
e suas ferramentas gráficas não foi identificada a falta de acessibilidade característica da so-
lução em ROS Qt. Com o potencial gráfico do JavaScript, HTML e CSS seria possível a
implementação de novas interfaces sem grande esforço computacional. Isso possibilitaria o
uso das funcionalidades do sistema desenvolvido por este trabalho em diferentes modalida-
des de exercícios assistidos por EEF.
No trabalho de CERONE, G. L. et al [47] um novo estimulador elétrico sem fio, modular
e programável foi proposto. Esse sistema apresentou módulos específicos que não permiti-
ria a interação com novos sensores de forma simples. Isso inibiria a intercambialidade de
códigos entre grupos de pesquisa. As soluções desenvolvidas por este trabalho também pro-
porcionou a possibilidade de intercambialidade de códigos entre grupos de pesquisa. Para
isso, seria necessário que as outras equipes de pesquisa estivessem desenvolvendo um sis-
tema de exercícios assistidos por EEF em ROS utilizando a biblioteca roslibjs ou ROS Qt.
A troca e utilização dos códigos seria possível com pouca demanda computacional e poderia
ser utilizada em diferentes contextos de aplicação da EEF.
Os testes demonstraram que a proposta deste trabalho utilizando o JavaScript e ROS QT
possibilitou o monitoramento e controle do sistema de ciclismo utilizando EEF. A interface
em JavaScript possibilitou maior flexibilidade e portabilidade ao sistema. Apesar de não ter
sido implementado em diferentes contextos, apenas no ciclismo, foi observado que a adição
de novos nós seria possível com baixo esforço computacional e possibilitaria a utilização de
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outras configurações de exercícios utilizando EEF.
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CONCLUSÃO E TRABALHOS FUTUROS
Esse capítulo apresenta a conclusão do trabalho com suas considerações finais. Em seguida
são apresentadas algumas propostas de implementação e melhoria.
5.1 CONSIDERAÇÕES FINAIS
A literatura tem apresentado que o uso da estimulação elétrica funcional no processo de
reabilitação tem sido aplicado a diversas patologias e traumas. Essa aplicação tem bene-
fícios a saúde dos pacientes [61]. Esse trabalho apresentou que no contexto de reabilitação
utilizando EEF, para pacientes acometidos com acidente vascular cerebral (AVC), 52.6% dos
fisioterapeutas gostariam de aumentar a utilização dessa técnica de reabilitação. Esse estudo
enfatizou que a utilização da EEF pelos fisioterapeutas ainda tem sido de baixa adesão. A
complexidade técnica e falta de acessibilidade por profissionais profissionais da saúde cola-
boram para tal contexto. Outras aplicações da EEF tem sido em lazer, estudos clínicos e a
partir do Cybathlon em competição.
No intuito de aumentar a acessibilidade dessa técnica para fisioterapeutas e obter me-
lhores resultados no Cybathlon e no monitoramento dos experimentos utilizando EEF, este
trabalho abordou aspectos de desenvolvimento de uma interface de controle portátil para ci-
clismo por estimulação elétrica funcional. Essa interface deve permitir a interação do usuário
com o sistema em tempo de execução, sendo modular, flexível, reutilizável e portátil. Ini-
cialmente foi realizada revisão bibliográfico da EEF para compreender o estado da arte do
ciclismo assistido por EEF. Nessa etapa foram avaliados os sistemas comerciais e a literatura
de sistemas aplicados a reabilitação utilizando EEF e suas interfaces.
Observou-se que embora seja parte importante no desenvolvimento do sistema, a litera-
tura é escassa sobre a usabilidade da interface por fisioterapeutas na aplicação clínica. Nos
estudos clínicos, geralmente, o objeto alvo não é o software, sendo pouco descrito. Dessa
forma, a principal contribuição deste trabalho, foi a implementação de uma interface portátil
para monitorar e controlar o ciclismo assistido por EEF. Essa nova solução manteve as ca-
racterísticas das soluções anteriores do projeto EMA para ciclismo por EEF de qualidade,
modificabilidade, reusabilidade, verificabilidade e proteção.
Este estudo proporcionou ao usuário maior independência e interatividade com o sistema
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por EEF. Essa independência e interatividade está associada a concepção de uma interface
portátil com vários recursos gráficos. A utilização do ROS associado ao JavaScript permitiu
a reusabilidade, modularidade e flexibilidade ao código possibilitando o desenvolvimento de
novas interfaces e utilização de novos dispositivos sem grande esforço computacional.
5.2 TRABALHOS FUTUROS
Pela escolha das linguagens JavaScript, HTML e CSS é possível desenvolver diversos
recursos gráficos, com baixa demanda computacional, comparado ao ROS Qt. Então são
propostos como trabalhos futuros habilitar a modificação dos ângulos de ativação por meio
dos sliders. Adicionar diferentes cores, conforme as especificidades da propriedade. Como
exemplo, os atributos que aumentam a corrente do canal 1 devem apresentar cores diferentes
dos atributos que modificam o canal 2. Criar botões que adicionem ou diminuam, na mesma
função, a corrente de todos os canais habilitados. Desenhar, junto a posição angular, os
valores dos ângulos mínimos e máximos para a ativação do canal.
A linguagem JavaScript também permite o uso de diferentes frameworks. Dessa forma,
é proposto utilizar o Node.js [62] para auxiliar na conexão websocket, diminuindo o tempo
de espera na comunicação. Essa solução utilizaria um buffer e um controle de comunicações
entre o sistema web o Node.js e o rosbridge. Isso possibilitaria aumentar a velocidade de
atualização dos dados dos gráficos sem prejuízo do desempenho do sistema. Essa atualização
permitiria que os dados provenientes do servidor dinâmico do ROS fossem requisitados com
a mesma taxa de execução que o nó de controle do ROS e permitiria o uso simultâneo de
todos os dispositivos conectados.
O acesso ao sistema via internet pode ser implementado, ressaltando a necessidade de
assegurar a segurança dos dados por se tratar de um sistema sensível e aplicado a saúde. Isso
permitiria o monitoramento do sistema por um fisioterapeuta remotamente na utilização do
ciclismo móvel por EEF no contexto de lazer.
Esse trabalho foi desenvolvido utilizando o ROS na versão 1. Durante o período de
desenvolvimento desse trabalho o ROS foi lançado na versão 2. Uma nova implementação
utilizando o ROS 2 poderia ser desenvolvida. Essa nova versão em ROS 2 possibilitaria
o uso de bibliotecas utilizadas em ROS 1 e permitiria maior compatibilidade de sistemas
operacionais tais como Ubuntu Xenial, OS X El Capitan, Windows 10. O ROS 2 também
busca garantir que as consultas sejam de forma eficiente em tempo de execução e que o ciclo
de vida de um nó possa ser gerenciado.
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