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 ﾠ
1  INTRODUCTION	
 ﾠ
1.1  THESIS’	
 ﾠPURPOSE	
 ﾠ
The	
 ﾠthesis’s	
 ﾠpurpose	
 ﾠis	
 ﾠthe	
 ﾠconstruction	
 ﾠof	
 ﾠan	
 ﾠeditor	
 ﾠof	
 ﾠinteractive	
 ﾠbooks	
 ﾠfor	
 ﾠ
kids.	
 ﾠThe	
 ﾠidea	
 ﾠof	
 ﾠconstructing	
 ﾠinteractive	
 ﾠbooks	
 ﾠstarted	
 ﾠfrom	
 ﾠdevelopers	
 ﾠof	
 ﾠthe	
 ﾠ
Altera	
 ﾠ Company.	
 ﾠ About	
 ﾠ a	
 ﾠ year	
 ﾠ ago	
 ﾠ they	
 ﾠ got	
 ﾠ the	
 ﾠ request	
 ﾠ to	
 ﾠ translate	
 ﾠ the	
 ﾠ
contents	
 ﾠof	
 ﾠa	
 ﾠchildren’s	
 ﾠbook	
 ﾠinto	
 ﾠa	
 ﾠdigital	
 ﾠformat	
 ﾠreadable	
 ﾠby	
 ﾠa	
 ﾠtablet	
 ﾠpc	
 ﾠlike	
 ﾠ
an	
 ﾠiPad.	
 ﾠAs	
 ﾠsoon	
 ﾠas	
 ﾠthey	
 ﾠstarted	
 ﾠthey	
 ﾠimmediately	
 ﾠsaw	
 ﾠthe	
 ﾠfull	
 ﾠpotential	
 ﾠof	
 ﾠthis	
 ﾠ
kind	
 ﾠof	
 ﾠproduct:	
 ﾠthe	
 ﾠpossibility	
 ﾠto	
 ﾠmake	
 ﾠthe	
 ﾠbook	
 ﾠinteractive	
 ﾠwas	
 ﾠvery	
 ﾠclear.	
 ﾠ
They	
 ﾠdecided	
 ﾠwith	
 ﾠWare’s	
 ﾠMe	
 ﾠ(the	
 ﾠcustomer	
 ﾠcompany)	
 ﾠ to	
 ﾠinsert	
 ﾠtouchable	
 ﾠ
elements	
 ﾠthat	
 ﾠreact	
 ﾠto	
 ﾠsome	
 ﾠactions	
 ﾠdone	
 ﾠwith	
 ﾠfingers	
 ﾠand	
 ﾠwith	
 ﾠvoice.	
 ﾠClearly,	
 ﾠ
for	
 ﾠa	
 ﾠkid	
 ﾠstarting	
 ﾠto	
 ﾠexplore	
 ﾠthe	
 ﾠworld	
 ﾠaround	
 ﾠhimself,	
 ﾠthe	
 ﾠpossibility	
 ﾠto	
 ﾠread	
 ﾠ
and	
 ﾠwatch	
 ﾠa	
 ﾠbook	
 ﾠwith	
 ﾠanimated	
 ﾠcomponents,	
 ﾠmanageable	
 ﾠobjects,	
 ﾠwith	
 ﾠa	
 ﾠreal	
 ﾠ
speaking	
 ﾠvoice	
 ﾠand	
 ﾠstuff	
 ﾠlike	
 ﾠthat	
 ﾠis	
 ﾠdefinitely	
 ﾠmore	
 ﾠinteresting	
 ﾠthan	
 ﾠa	
 ﾠsimple	
 ﾠ
printed	
 ﾠ book.	
 ﾠ 	
 ﾠ We	
 ﾠ have	
 ﾠ to	
 ﾠ say	
 ﾠ that	
 ﾠ this	
 ﾠ idea	
 ﾠ is	
 ﾠ not	
 ﾠ new:	
 ﾠ there	
 ﾠ are	
 ﾠ many	
 ﾠ
interactive	
 ﾠbooks	
 ﾠalready	
 ﾠavailable	
 ﾠon	
 ﾠthe	
 ﾠApp	
 ﾠStore	
 ﾠbut	
 ﾠin	
 ﾠItaly	
 ﾠthere	
 ﾠis	
 ﾠno	
 ﾠ
example	
 ﾠof	
 ﾠthis	
 ﾠkind	
 ﾠof	
 ﾠproduct.	
 ﾠ	
 ﾠ
The	
 ﾠdevelopers	
 ﾠof	
 ﾠAltera	
 ﾠstarted	
 ﾠworking	
 ﾠon	
 ﾠthis	
 ﾠproject	
 ﾠwith	
 ﾠgreat	
 ﾠ
power	
 ﾠand	
 ﾠthey	
 ﾠmanaged	
 ﾠto	
 ﾠbuild	
 ﾠtwo	
 ﾠinteractive	
 ﾠbooks:	
 ﾠ	
 ﾠthe	
 ﾠfirst	
 ﾠone,	
 ﾠ“Billo	
 ﾠe	
 ﾠ
il	
 ﾠFilo”,	
 ﾠis	
 ﾠa	
 ﾠtransposition	
 ﾠof	
 ﾠthe	
 ﾠhomonymous	
 ﾠtale	
 ﾠwritten	
 ﾠby	
 ﾠSilvia	
 ﾠSo	
 ﾠand	
 ﾠ
illustrated	
 ﾠby	
 ﾠNicola	
 ﾠDe	
 ﾠBello;	
 ﾠthe	
 ﾠsecond	
 ﾠone,	
 ﾠ“Chissà”	
 ﾠis	
 ﾠthe	
 ﾠtranslation	
 ﾠof	
 ﾠthe	
 ﾠ
tale	
 ﾠ written	
 ﾠ by	
 ﾠ Marinella	
 ﾠ Barigazzi	
 ﾠ and	
 ﾠ illustrated	
 ﾠ by	
 ﾠ Ursula	
 ﾠ Bucher.	
 ﾠ After	
 ﾠ
several	
 ﾠ weeks	
 ﾠ on	
 ﾠ this	
 ﾠ last	
 ﾠ project	
 ﾠ the	
 ﾠ team	
 ﾠ reached	
 ﾠ a	
 ﾠ suitable	
 ﾠ version	
 ﾠ for	
 ﾠ
publishing	
 ﾠon	
 ﾠthe	
 ﾠApp	
 ﾠStore	
 ﾠand	
 ﾠthey	
 ﾠdecided	
 ﾠto	
 ﾠdo	
 ﾠit.	
 ﾠNowadays	
 ﾠyou	
 ﾠcan	
 ﾠfind	
 ﾠ
the	
 ﾠapplication	
 ﾠthere	
 ﾠand	
 ﾠdownload	
 ﾠit.	
 ﾠAs	
 ﾠa	
 ﾠresult	
 ﾠof	
 ﾠcreating	
 ﾠsuch	
 ﾠa	
 ﾠkind	
 ﾠof	
 ﾠ
App	
 ﾠa	
 ﾠlocal	
 ﾠnewspaper,	
 ﾠinterested	
 ﾠin	
 ﾠthis	
 ﾠnew	
 ﾠprogram,	
 ﾠreally	
 ﾠdecided	
 ﾠto	
 ﾠwrite	
 ﾠ
an	
 ﾠarticle	
 ﾠabout	
 ﾠChissà.	
 ﾠSatisfied	
 ﾠwith	
 ﾠthe	
 ﾠsuccess	
 ﾠof	
 ﾠthe	
 ﾠapplication,	
 ﾠAltera	
 ﾠ
decided	
 ﾠto	
 ﾠuse	
 ﾠmore	
 ﾠpower	
 ﾠand	
 ﾠfind	
 ﾠa	
 ﾠway	
 ﾠto	
 ﾠbuild	
 ﾠinteractive	
 ﾠbooks	
 ﾠin	
 ﾠa	
 ﾠ
faster	
 ﾠway.	
 ﾠFor	
 ﾠthis	
 ﾠpurpose	
 ﾠthey	
 ﾠhad	
 ﾠthe	
 ﾠidea	
 ﾠto	
 ﾠcreate	
 ﾠAppKid,	
 ﾠa	
 ﾠframework	
 ﾠ
aimed	
 ﾠto	
 ﾠbuild	
 ﾠthis	
 ﾠkind	
 ﾠof	
 ﾠapplications	
 ﾠwithout	
 ﾠwriting	
 ﾠcode,	
 ﾠbut	
 ﾠrather	
 ﾠediting	
 ﾠ
a	
 ﾠfile	
 ﾠ(more	
 ﾠspecifically	
 ﾠan	
 ﾠXML
1	
 ﾠfile),	
 ﾠwhich	
 ﾠdepicts	
 ﾠthe	
 ﾠfeatures	
 ﾠof	
 ﾠwhat	
 ﾠthe	
 ﾠ
user	
 ﾠshould	
 ﾠsee	
 ﾠon	
 ﾠthe	
 ﾠscreen	
 ﾠand	
 ﾠwhat	
 ﾠthe	
 ﾠuser	
 ﾠshould	
 ﾠtap	
 ﾠon.	
 ﾠThey	
 ﾠdid	
 ﾠnot	
 ﾠ
stop	
 ﾠhere	
 ﾠand	
 ﾠthey	
 ﾠwanted	
 ﾠto	
 ﾠconstruct	
 ﾠan	
 ﾠeditor	
 ﾠthat	
 ﾠwould	
 ﾠgive	
 ﾠevery	
 ﾠkind	
 ﾠof	
 ﾠ
people	
 ﾠwilling	
 ﾠto	
 ﾠcreate	
 ﾠan	
 ﾠinteractive	
 ﾠbook	
 ﾠthe	
 ﾠopportunity	
 ﾠto	
 ﾠdo	
 ﾠthis.	
 ﾠThis	
 ﾠ
was	
 ﾠthe	
 ﾠsituation	
 ﾠwhen	
 ﾠI	
 ﾠstarted	
 ﾠmy	
 ﾠwork,	
 ﾠwhich	
 ﾠconsisted	
 ﾠin	
 ﾠdeveloping	
 ﾠthe	
 ﾠ
framework	
 ﾠand	
 ﾠcreating	
 ﾠthe	
 ﾠeditor.	
 ﾠ
1.2  THE	
 ﾠALTERA	
 ﾠCOMPANY	
 ﾠ
Altera	
 ﾠdeals	
 ﾠwith	
 ﾠdesign,	
 ﾠdevelopment	
 ﾠand	
 ﾠintegration	
 ﾠof	
 ﾠweb	
 ﾠapplications;	
 ﾠits	
 ﾠ
own	
 ﾠ skills	
 ﾠ go	
 ﾠ from	
 ﾠ Java	
 ﾠ programming	
 ﾠ to	
 ﾠ information	
 ﾠ security	
 ﾠ and	
 ﾠ
cryptography.	
 ﾠ
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1	
 ﾠXML	
 ﾠis	
 ﾠa	
 ﾠmarkup	
 ﾠlanguage	
 ﾠused	
 ﾠto	
 ﾠrepresent	
 ﾠdata.	
 ﾠ
2	
 ﾠFor	
 ﾠmore	
 ﾠdetails	
 ﾠabout	
 ﾠCocoa,	
 ﾠsee	
 ﾠparagraph	
 ﾠ3.3	
 ﾠ
3	
 ﾠTo	
 ﾠget	
 ﾠan	
 ﾠobject	
 ﾠto	
 ﾠdo	
 ﾠsomething,	
 ﾠthe	
 ﾠprogrammer	
 ﾠsends	
 ﾠit	
 ﾠa	
 ﾠmessage	
 ﾠtelling	
 ﾠit	
 ﾠto	
 ﾠapply	
 ﾠa	
 ﾠ	
 ﾠ 	
 ﾠ
	
 ﾠ
	
 ﾠ
Altera	
 ﾠ was	
 ﾠ born	
 ﾠ in	
 ﾠ 1999	
 ﾠ with	
 ﾠ the	
 ﾠ aim	
 ﾠ of	
 ﾠ realizing	
 ﾠ customized	
 ﾠ web	
 ﾠ and	
 ﾠ e-ﾭ‐
commerce	
 ﾠapplications	
 ﾠfor	
 ﾠthe	
 ﾠspecific	
 ﾠrequirements	
 ﾠof	
 ﾠthe	
 ﾠcustomer.	
 ﾠOver	
 ﾠthe	
 ﾠ
years	
 ﾠAltera	
 ﾠdeveloped	
 ﾠvarious	
 ﾠweb	
 ﾠprojects	
 ﾠand	
 ﾠthey	
 ﾠextended	
 ﾠtheir	
 ﾠsupply	
 ﾠto	
 ﾠ
Desktop	
 ﾠ(with	
 ﾠMac	
 ﾠclient	
 ﾠapplications)	
 ﾠand	
 ﾠto	
 ﾠMobile	
 ﾠenvironment	
 ﾠ(iPhone	
 ﾠand	
 ﾠ
iPad	
 ﾠapplications).	
 ﾠIn	
 ﾠ2011,	
 ﾠAltera	
 ﾠstarted	
 ﾠa	
 ﾠpartnership	
 ﾠwith	
 ﾠWare’s	
 ﾠMe,	
 ﾠa	
 ﾠ
society	
 ﾠ	
 ﾠdealing	
 ﾠwith	
 ﾠdigital	
 ﾠpublishing	
 ﾠof	
 ﾠinteractive	
 ﾠbooks	
 ﾠdesigned	
 ﾠfor	
 ﾠkids.	
 ﾠ	
 ﾠ
Altera	
 ﾠ is	
 ﾠ managed	
 ﾠ by	
 ﾠ Matteo	
 ﾠ Centro	
 ﾠ (founding	
 ﾠ member),	
 ﾠ who	
 ﾠ coordinates	
 ﾠ
business	
 ﾠ and	
 ﾠ technical	
 ﾠ aspects,	
 ﾠ with	
 ﾠ particular	
 ﾠ attention	
 ﾠ architecture	
 ﾠ and	
 ﾠ
software	
 ﾠdevelopment	
 ﾠactivity.	
 ﾠHe	
 ﾠcoordinates	
 ﾠa	
 ﾠsolid	
 ﾠnetwork	
 ﾠof	
 ﾠinternal	
 ﾠand	
 ﾠ
external	
 ﾠcollaborators	
 ﾠin	
 ﾠthe	
 ﾠsoftware	
 ﾠdevelopment	
 ﾠarea,	
 ﾠin	
 ﾠthe	
 ﾠgraphic	
 ﾠarea,	
 ﾠ
in	
 ﾠweb	
 ﾠmarketing	
 ﾠand	
 ﾠin	
 ﾠsearch	
 ﾠengine	
 ﾠoptimization.	
 ﾠ
TECHNOLOGIES	
 ﾠ
The	
 ﾠpreferred	
 ﾠdevelopment	
 ﾠplatform	
 ﾠof	
 ﾠAltera	
 ﾠis	
 ﾠWebObjects,	
 ﾠwhich	
 ﾠis	
 ﾠbased	
 ﾠ
on	
 ﾠthe	
 ﾠmost	
 ﾠsophisticated	
 ﾠand	
 ﾠmature	
 ﾠdatabase	
 ﾠabstraction	
 ﾠframework	
 ﾠin	
 ﾠthe	
 ﾠ
marketplace:	
 ﾠthe	
 ﾠNeXT’s	
 ﾠEnterprise	
 ﾠObjects	
 ﾠFramework;	
 ﾠit	
 ﾠhas	
 ﾠbeen	
 ﾠone	
 ﾠof	
 ﾠthe	
 ﾠ
first	
 ﾠmulti-ﾭ‐tier	
 ﾠweb	
 ﾠapplication	
 ﾠservers	
 ﾠand	
 ﾠallows	
 ﾠto	
 ﾠrelease	
 ﾠapplication	
 ﾠon	
 ﾠany	
 ﾠ
kind	
 ﾠof	
 ﾠJ2EE	
 ﾠapplication	
 ﾠserver.	
 ﾠWebObjects	
 ﾠis	
 ﾠdistributed	
 ﾠby	
 ﾠApple,	
 ﾠfree	
 ﾠof	
 ﾠ
charge.	
 ﾠ As	
 ﾠ a	
 ﾠ quality	
 ﾠ assurance,	
 ﾠ among	
 ﾠ the	
 ﾠ most	
 ﾠ important	
 ﾠ references	
 ﾠ for	
 ﾠ
WebObjects	
 ﾠthere	
 ﾠis	
 ﾠApple	
 ﾠitself,	
 ﾠbecause	
 ﾠApple	
 ﾠused	
 ﾠit	
 ﾠto	
 ﾠbuild,	
 ﾠfor	
 ﾠexample,	
 ﾠ
iTunes	
 ﾠstore.	
 ﾠ	
 ﾠ
Inheriting	
 ﾠexperience	
 ﾠfrom	
 ﾠWebObjects,	
 ﾠAltera	
 ﾠstarted	
 ﾠdeveloping	
 ﾠapplications	
 ﾠ
on	
 ﾠ Mac	
 ﾠ OS	
 ﾠ and	
 ﾠ iOS	
 ﾠ platform,	
 ﾠ using	
 ﾠ Cocoa	
 ﾠ and	
 ﾠ Cocoa	
 ﾠ Touch	
 ﾠ technologies	
 ﾠ
provided,	
 ﾠonce	
 ﾠagain,	
 ﾠby	
 ﾠApple.	
 ﾠ
1.3  THESIS’	
 ﾠSTRUCTURE	
 ﾠ
This	
 ﾠthesis	
 ﾠis	
 ﾠorganized	
 ﾠin	
 ﾠeight	
 ﾠchapters,	
 ﾠand	
 ﾠthis	
 ﾠintroduction	
 ﾠis	
 ﾠthe	
 ﾠfirst	
 ﾠone.	
 ﾠ
The	
 ﾠsecond	
 ﾠchapter	
 ﾠdeals	
 ﾠwith	
 ﾠa	
 ﾠbrief	
 ﾠhistory	
 ﾠof	
 ﾠinteractive	
 ﾠbooks,	
 ﾠexplaining	
 ﾠ
the	
 ﾠfirst	
 ﾠapproach	
 ﾠused	
 ﾠto	
 ﾠbuild	
 ﾠan	
 ﾠinteractive	
 ﾠbook	
 ﾠfrom	
 ﾠa	
 ﾠprinted	
 ﾠone.	
 ﾠIt	
 ﾠalso	
 ﾠ
explains	
 ﾠthe	
 ﾠproblems	
 ﾠof	
 ﾠconstructing	
 ﾠan	
 ﾠApp	
 ﾠfor	
 ﾠan	
 ﾠinteractive	
 ﾠbook	
 ﾠand	
 ﾠwhat	
 ﾠ
can	
 ﾠbe	
 ﾠdone	
 ﾠto	
 ﾠautomate	
 ﾠand	
 ﾠspeed-ﾭ‐up	
 ﾠthis	
 ﾠprocess.	
 ﾠThe	
 ﾠthird	
 ﾠchapter	
 ﾠis	
 ﾠa	
 ﾠ
digression	
 ﾠand	
 ﾠa	
 ﾠdeepening	
 ﾠof	
 ﾠthe	
 ﾠpowerful	
 ﾠtechnologies	
 ﾠprovided	
 ﾠby	
 ﾠApple	
 ﾠ
and	
 ﾠused	
 ﾠto	
 ﾠcreate	
 ﾠthe	
 ﾠframework	
 ﾠand	
 ﾠthe	
 ﾠeditor.	
 ﾠIt	
 ﾠstarts	
 ﾠwith	
 ﾠintroducing	
 ﾠthe	
 ﾠ
Objective-ﾭ‐C	
 ﾠ programming	
 ﾠ language	
 ﾠ and	
 ﾠ then	
 ﾠ it	
 ﾠ goes	
 ﾠ on	
 ﾠ by	
 ﾠ explaining	
 ﾠ the	
 ﾠ
Model-ﾭ‐View-ﾭ‐Controller	
 ﾠdesign	
 ﾠpattern,	
 ﾠwhich	
 ﾠis	
 ﾠused	
 ﾠby	
 ﾠApple	
 ﾠdevelopers	
 ﾠto	
 ﾠ
construct	
 ﾠtheir	
 ﾠapplications	
 ﾠand	
 ﾠwhich	
 ﾠthe	
 ﾠwhole	
 ﾠCocoa	
 ﾠframework	
 ﾠis	
 ﾠbased	
 ﾠ
on.	
 ﾠThe	
 ﾠchapter	
 ﾠends	
 ﾠwith	
 ﾠa	
 ﾠdescription	
 ﾠof	
 ﾠthe	
 ﾠframeworks	
 ﾠprovided	
 ﾠby	
 ﾠApple	
 ﾠ
to	
 ﾠ build	
 ﾠ applications	
 ﾠ on	
 ﾠ Mac	
 ﾠ OS	
 ﾠ X	
 ﾠ and	
 ﾠ iOS.	
 ﾠ The	
 ﾠ last	
 ﾠ paragraph	
 ﾠ describes	
 ﾠ
Sparrow,	
 ﾠan	
 ﾠopen-ﾭ‐source	
 ﾠframework	
 ﾠused	
 ﾠhere	
 ﾠto	
 ﾠmake	
 ﾠthe	
 ﾠmanagement	
 ﾠof	
 ﾠ
animations	
 ﾠ and	
 ﾠ graphics	
 ﾠ easier.	
 ﾠ The	
 ﾠ fourth	
 ﾠ chapter	
 ﾠ is	
 ﾠ a	
 ﾠ description	
 ﾠ of	
 ﾠ the	
 ﾠ
analysis	
 ﾠphase,	
 ﾠwhere	
 ﾠwe	
 ﾠdecided	
 ﾠthe	
 ﾠgoals	
 ﾠof	
 ﾠthe	
 ﾠproject,	
 ﾠafter	
 ﾠexamining	
 ﾠthe	
 ﾠ
architecture	
 ﾠand	
 ﾠimplementation	
 ﾠof	
 ﾠthe	
 ﾠfirst	
 ﾠgeneration	
 ﾠof	
 ﾠinteractive	
 ﾠbooks.	
 ﾠ
The	
 ﾠfifth	
 ﾠchapter	
 ﾠdescribes	
 ﾠthe	
 ﾠdesign	
 ﾠphase	
 ﾠof	
 ﾠAppKid	
 ﾠFramework,	
 ﾠafter	
 ﾠthe	
 ﾠ
listing	
 ﾠof	
 ﾠthe	
 ﾠmotivations	
 ﾠand	
 ﾠthe	
 ﾠbenefits	
 ﾠthat	
 ﾠusing	
 ﾠa	
 ﾠsoftware	
 ﾠframework	
 ﾠcan	
 ﾠ
give	
 ﾠin	
 ﾠorder	
 ﾠto	
 ﾠconstruct	
 ﾠinteractive	
 ﾠbook	
 ﾠapplications.	
 ﾠThe	
 ﾠsixth	
 ﾠchapter	
 ﾠtalks	
 ﾠ
about	
 ﾠAppKid	
 ﾠEditor,	
 ﾠand	
 ﾠit	
 ﾠstarts	
 ﾠdescribing,	
 ﾠonce	
 ﾠagain,	
 ﾠthe	
 ﾠadvantages	
 ﾠof	
 ﾠ	
 ﾠ
using	
 ﾠan	
 ﾠeditor,	
 ﾠand	
 ﾠthe	
 ﾠproblems	
 ﾠthat	
 ﾠit	
 ﾠcan	
 ﾠsolve	
 ﾠfor	
 ﾠAltera	
 ﾠand	
 ﾠfor	
 ﾠanyone	
 ﾠ
that	
 ﾠwants	
 ﾠto	
 ﾠbuild	
 ﾠan	
 ﾠinteractive	
 ﾠbook.	
 ﾠThen	
 ﾠa	
 ﾠdescription	
 ﾠof	
 ﾠthe	
 ﾠarchitecture	
 ﾠ
of	
 ﾠthe	
 ﾠeditor	
 ﾠfollows,	
 ﾠexplained	
 ﾠin	
 ﾠterms	
 ﾠof	
 ﾠthe	
 ﾠModel-ﾭ‐View-ﾭ‐Controller	
 ﾠdesign	
 ﾠ
pattern.	
 ﾠIn	
 ﾠthe	
 ﾠseventh	
 ﾠand	
 ﾠlast	
 ﾠchapter	
 ﾠwe	
 ﾠcan	
 ﾠfind	
 ﾠconclusions,	
 ﾠa	
 ﾠsummary	
 ﾠof	
 ﾠ
what	
 ﾠhas	
 ﾠbeen	
 ﾠdone	
 ﾠso	
 ﾠfar,	
 ﾠand	
 ﾠa	
 ﾠplan	
 ﾠof	
 ﾠwhat	
 ﾠhas	
 ﾠto	
 ﾠbe	
 ﾠdone	
 ﾠin	
 ﾠthe	
 ﾠnear	
 ﾠand	
 ﾠ
far	
 ﾠfuture.	
 ﾠAt	
 ﾠthe	
 ﾠend	
 ﾠthere	
 ﾠis	
 ﾠan	
 ﾠappendix,	
 ﾠwith	
 ﾠa	
 ﾠdetailed	
 ﾠexplanation	
 ﾠof	
 ﾠthe	
 ﾠ
particular	
 ﾠtechnologies	
 ﾠused	
 ﾠduring	
 ﾠthe	
 ﾠdevelopment.	
 ﾠ	
 ﾠ
	
 ﾠ
2  	
 ﾠBIRTH	
 ﾠOF	
 ﾠINTERACTIVE	
 ﾠBOOKS	
 ﾠ
In	
 ﾠthis	
 ﾠchapter	
 ﾠwe	
 ﾠintroduce	
 ﾠthe	
 ﾠconcept	
 ﾠof	
 ﾠinteractive	
 ﾠbook,	
 ﾠexplaining	
 ﾠwhy	
 ﾠ
they	
 ﾠwere	
 ﾠborn.	
 ﾠ
2.1  DEFINITION	
 ﾠ
Interactive	
 ﾠchildren's	
 ﾠbooks	
 ﾠare	
 ﾠa	
 ﾠsubset	
 ﾠof	
 ﾠchildren’s	
 ﾠbooks,	
 ﾠwhich	
 ﾠrequire	
 ﾠ
participation	
 ﾠand	
 ﾠinteraction	
 ﾠby	
 ﾠthe	
 ﾠreader.	
 ﾠParticipation	
 ﾠcan	
 ﾠrange	
 ﾠfrom	
 ﾠbooks	
 ﾠ
with	
 ﾠtexture	
 ﾠto	
 ﾠthose	
 ﾠwith	
 ﾠspecial	
 ﾠdevices	
 ﾠused	
 ﾠto	
 ﾠhelp	
 ﾠteach	
 ﾠchildren	
 ﾠcertain	
 ﾠ
tools.	
 ﾠThe	
 ﾠfirst	
 ﾠinteractive	
 ﾠbooks	
 ﾠknown	
 ﾠby	
 ﾠthe	
 ﾠaudience	
 ﾠare	
 ﾠmovable	
 ﾠbooks,	
 ﾠ
defined	
 ﾠas	
 ﾠ"covering	
 ﾠpop-ﾭ‐ups,	
 ﾠtransformations,	
 ﾠtunnel	
 ﾠbooks,	
 ﾠvolvelles,	
 ﾠflaps,	
 ﾠ
pull-ﾭ‐tabs,	
 ﾠ pop-ﾭ‐outs,	
 ﾠ pull-ﾭ‐downs,	
 ﾠ and	
 ﾠ more,	
 ﾠ each	
 ﾠ of	
 ﾠ which	
 ﾠ performs	
 ﾠ in	
 ﾠ a	
 ﾠ
different	
 ﾠ manner.”	
 ﾠ (Interactive	
 ﾠ Children's	
 ﾠ Books).	
 ﾠ Thus,	
 ﾠ interactive	
 ﾠ books	
 ﾠ
started	
 ﾠbeing	
 ﾠsold	
 ﾠas	
 ﾠprinted	
 ﾠbooks,	
 ﾠwith	
 ﾠcomponents	
 ﾠthat	
 ﾠthe	
 ﾠreader	
 ﾠ(usually	
 ﾠ
a	
 ﾠkid)	
 ﾠcan	
 ﾠmanipulate	
 ﾠto	
 ﾠimprove	
 ﾠentertainment	
 ﾠand	
 ﾠparticipation.	
 ﾠOf	
 ﾠcourse	
 ﾠa	
 ﾠ
child	
 ﾠcan	
 ﾠnot	
 ﾠread,	
 ﾠbut	
 ﾠhe	
 ﾠcan	
 ﾠbe	
 ﾠfascinated	
 ﾠby	
 ﾠimages,	
 ﾠcolours,	
 ﾠshapes	
 ﾠand	
 ﾠ
sounds;	
 ﾠthese	
 ﾠkind	
 ﾠof	
 ﾠobjects	
 ﾠhave	
 ﾠuniversal	
 ﾠmeaning	
 ﾠand	
 ﾠthis	
 ﾠis	
 ﾠwhy	
 ﾠalso	
 ﾠa	
 ﾠ
very	
 ﾠyoung	
 ﾠkid	
 ﾠcan	
 ﾠunderstand	
 ﾠand	
 ﾠget	
 ﾠinvolved	
 ﾠin	
 ﾠ“reading”	
 ﾠbooks	
 ﾠcontaining	
 ﾠ
such	
 ﾠ kind	
 ﾠ of	
 ﾠ objects.	
 ﾠ Unfortunately	
 ﾠ we	
 ﾠ know	
 ﾠ that	
 ﾠ printed	
 ﾠ books	
 ﾠ can	
 ﾠ not	
 ﾠ
contain	
 ﾠsomething	
 ﾠdifferent	
 ﾠthan	
 ﾠstatic	
 ﾠimages	
 ﾠor	
 ﾠwords.	
 ﾠ
2.2  TRANSLATING	
 ﾠ A	
 ﾠ PRINTED	
 ﾠ BOOK	
 ﾠ INTO	
 ﾠ AN	
 ﾠ INTERACTIVE	
 ﾠ
BOOK	
 ﾠ
The	
 ﾠmain	
 ﾠlimit	
 ﾠof	
 ﾠa	
 ﾠprinted	
 ﾠbook	
 ﾠis	
 ﾠthe	
 ﾠfact	
 ﾠthat	
 ﾠit	
 ﾠis	
 ﾠmade	
 ﾠof	
 ﾠpaper,	
 ﾠso	
 ﾠit	
 ﾠ
obviously	
 ﾠ cannot	
 ﾠ contain	
 ﾠ sounds,	
 ﾠ dynamic	
 ﾠ images	
 ﾠ or	
 ﾠ moving	
 ﾠ objects.	
 ﾠ The	
 ﾠ
possibility	
 ﾠto	
 ﾠinsert	
 ﾠcovering	
 ﾠpop-ﾭ‐ups,	
 ﾠflaps,	
 ﾠpull-ﾭ‐tabs	
 ﾠand	
 ﾠstuff	
 ﾠlike	
 ﾠthat	
 ﾠin	
 ﾠa	
 ﾠ
printed	
 ﾠbook,	
 ﾠcan	
 ﾠimprove	
 ﾠthe	
 ﾠreader	
 ﾠexperience,	
 ﾠbut	
 ﾠwe	
 ﾠare	
 ﾠpretty	
 ﾠsure	
 ﾠthat	
 ﾠ
translating	
 ﾠa	
 ﾠprinted	
 ﾠbook	
 ﾠinto	
 ﾠa	
 ﾠdigital	
 ﾠformat	
 ﾠopens	
 ﾠup	
 ﾠa	
 ﾠvery	
 ﾠlarge	
 ﾠuncharted	
 ﾠ
area:	
 ﾠfirst	
 ﾠof	
 ﾠall	
 ﾠadding	
 ﾠsounds	
 ﾠmakes	
 ﾠthe	
 ﾠreader	
 ﾠpaying	
 ﾠmore	
 ﾠattention	
 ﾠthan	
 ﾠit	
 ﾠ
would	
 ﾠdo	
 ﾠby	
 ﾠsimply	
 ﾠlooking	
 ﾠat	
 ﾠimages.	
 ﾠPictures	
 ﾠcan	
 ﾠbe	
 ﾠcombined	
 ﾠwith	
 ﾠsounds	
 ﾠ
in	
 ﾠmany	
 ﾠdifferent	
 ﾠways	
 ﾠand	
 ﾠthis	
 ﾠcan	
 ﾠlead	
 ﾠto	
 ﾠoriginal	
 ﾠand	
 ﾠvery	
 ﾠdiversified	
 ﾠpages.	
 ﾠ
This	
 ﾠresult	
 ﾠis	
 ﾠunthinkable	
 ﾠin	
 ﾠa	
 ﾠprinted	
 ﾠbook	
 ﾠand	
 ﾠit	
 ﾠis	
 ﾠnot	
 ﾠthe	
 ﾠmost	
 ﾠamazing;	
 ﾠ
animations	
 ﾠare	
 ﾠeven	
 ﾠmore	
 ﾠinteresting:	
 ﾠwe	
 ﾠcan	
 ﾠin	
 ﾠfact	
 ﾠdecide	
 ﾠto	
 ﾠanimate	
 ﾠan	
 ﾠ
object	
 ﾠin	
 ﾠa	
 ﾠpage	
 ﾠand	
 ﾠmake	
 ﾠit	
 ﾠmove	
 ﾠfollowing	
 ﾠa	
 ﾠpredefined	
 ﾠpath,	
 ﾠor	
 ﾠmaking	
 ﾠit	
 ﾠ
moving	
 ﾠ randomly	
 ﾠ on	
 ﾠ the	
 ﾠ screen.	
 ﾠ Imagine	
 ﾠ a	
 ﾠ tale	
 ﾠ that	
 ﾠ talks	
 ﾠ about	
 ﾠ a	
 ﾠ fish	
 ﾠ
swimming	
 ﾠin	
 ﾠthe	
 ﾠsea:	
 ﾠthere	
 ﾠis	
 ﾠa	
 ﾠbig	
 ﾠdifference	
 ﾠbetween	
 ﾠlooking	
 ﾠat	
 ﾠthe	
 ﾠstatic	
 ﾠ
picture	
 ﾠof	
 ﾠthe	
 ﾠfish	
 ﾠand	
 ﾠlooking	
 ﾠat	
 ﾠthe	
 ﾠfish	
 ﾠthat	
 ﾠmoves	
 ﾠon	
 ﾠthe	
 ﾠscreen	
 ﾠwith	
 ﾠthe	
 ﾠ
underwater	
 ﾠview	
 ﾠof	
 ﾠthe	
 ﾠsea	
 ﾠin	
 ﾠthe	
 ﾠbackground.	
 ﾠAlthough	
 ﾠthis	
 ﾠcan	
 ﾠbe	
 ﾠa	
 ﾠsmall	
 ﾠ
difference	
 ﾠfor	
 ﾠan	
 ﾠadult	
 ﾠreader,	
 ﾠfor	
 ﾠa	
 ﾠkid	
 ﾠit	
 ﾠcan	
 ﾠbe	
 ﾠmagic	
 ﾠand	
 ﾠhe	
 ﾠwill	
 ﾠbe	
 ﾠreally	
 ﾠ
entertained	
 ﾠby	
 ﾠthis.	
 ﾠThis	
 ﾠis	
 ﾠonly	
 ﾠa	
 ﾠlittle	
 ﾠexample,	
 ﾠbecause	
 ﾠin	
 ﾠa	
 ﾠdigital	
 ﾠworld	
 ﾠ
almost	
 ﾠeverything	
 ﾠon	
 ﾠthe	
 ﾠscreen	
 ﾠcan	
 ﾠbe	
 ﾠanimated;	
 ﾠfor	
 ﾠexample,	
 ﾠif	
 ﾠthe	
 ﾠauthor	
 ﾠ
wants	
 ﾠto	
 ﾠfocus	
 ﾠthe	
 ﾠattention	
 ﾠon	
 ﾠa	
 ﾠparticular	
 ﾠobject	
 ﾠhe	
 ﾠcan	
 ﾠmake	
 ﾠit	
 ﾠappear	
 ﾠafter	
 ﾠ	
 ﾠ 	
 ﾠ
	
 ﾠ
	
 ﾠ
other	
 ﾠones	
 ﾠwith	
 ﾠa	
 ﾠfade	
 ﾠin	
 ﾠeffect,	
 ﾠlike	
 ﾠa	
 ﾠscene	
 ﾠthat	
 ﾠfades	
 ﾠin	
 ﾠafter	
 ﾠanother	
 ﾠone	
 ﾠin	
 ﾠ
a	
 ﾠmovie.	
 ﾠThese	
 ﾠeffects	
 ﾠare	
 ﾠreally	
 ﾠnice	
 ﾠto	
 ﾠsee	
 ﾠand	
 ﾠhelp	
 ﾠthe	
 ﾠauthor	
 ﾠto	
 ﾠcreate	
 ﾠa	
 ﾠ
more	
 ﾠinteresting	
 ﾠscene	
 ﾠto	
 ﾠwatch.	
 ﾠ	
 ﾠ
Summarizing,	
 ﾠthe	
 ﾠmost	
 ﾠimportant	
 ﾠinnovation	
 ﾠis	
 ﾠthe	
 ﾠtransformation	
 ﾠof	
 ﾠ
the	
 ﾠ“reading”	
 ﾠaction	
 ﾠfrom	
 ﾠpassive	
 ﾠto	
 ﾠactive:	
 ﾠthe	
 ﾠkid	
 ﾠcan	
 ﾠactually	
 ﾠchange	
 ﾠthe	
 ﾠ
picture	
 ﾠon	
 ﾠthe	
 ﾠscreen,	
 ﾠmoving	
 ﾠthe	
 ﾠobjects	
 ﾠthat	
 ﾠare	
 ﾠprovided	
 ﾠto	
 ﾠbe	
 ﾠinteractive	
 ﾠ
with	
 ﾠhis	
 ﾠfingers.	
 ﾠThis	
 ﾠis	
 ﾠthe	
 ﾠconcept	
 ﾠof	
 ﾠinteractivity	
 ﾠand	
 ﾠwith	
 ﾠthis	
 ﾠgreat	
 ﾠnovelty	
 ﾠ
we	
 ﾠthink	
 ﾠthat	
 ﾠthe	
 ﾠkid	
 ﾠcould	
 ﾠhave	
 ﾠa	
 ﾠnew,	
 ﾠentertaining	
 ﾠexperience.	
 ﾠNevertheless,	
 ﾠ
in	
 ﾠprinted	
 ﾠinteractive	
 ﾠbooks	
 ﾠthere	
 ﾠare	
 ﾠinteractive	
 ﾠparts	
 ﾠtoo,	
 ﾠbut	
 ﾠthey	
 ﾠare	
 ﾠnot	
 ﾠas	
 ﾠ
interesting	
 ﾠas	
 ﾠthe	
 ﾠdigital	
 ﾠones:	
 ﾠthe	
 ﾠformer	
 ﾠones	
 ﾠlet	
 ﾠthe	
 ﾠchild	
 ﾠmove	
 ﾠsome	
 ﾠparts	
 ﾠ
of	
 ﾠthe	
 ﾠpage,	
 ﾠusually	
 ﾠwith	
 ﾠvery	
 ﾠsmall	
 ﾠconsequences,	
 ﾠwhen	
 ﾠthe	
 ﾠlatter	
 ﾠones	
 ﾠcan	
 ﾠ
lead	
 ﾠto	
 ﾠvery	
 ﾠcomplicated	
 ﾠbehaviour.	
 ﾠImagine	
 ﾠfor	
 ﾠexample	
 ﾠa	
 ﾠstory	
 ﾠthat	
 ﾠtalks	
 ﾠ
about	
 ﾠa	
 ﾠshining	
 ﾠstar	
 ﾠin	
 ﾠthe	
 ﾠsky:	
 ﾠthe	
 ﾠauthor	
 ﾠof	
 ﾠthe	
 ﾠbook	
 ﾠcan	
 ﾠinsert	
 ﾠthe	
 ﾠpicture	
 ﾠof	
 ﾠ
a	
 ﾠstar	
 ﾠon	
 ﾠa	
 ﾠpage	
 ﾠof	
 ﾠthe	
 ﾠdigital	
 ﾠbook	
 ﾠand	
 ﾠmake	
 ﾠit	
 ﾠshine	
 ﾠlike	
 ﾠit	
 ﾠwould	
 ﾠdo	
 ﾠin	
 ﾠthe	
 ﾠ
real	
 ﾠworld	
 ﾠwhen	
 ﾠthe	
 ﾠuser	
 ﾠtouches	
 ﾠit	
 ﾠ(this	
 ﾠis	
 ﾠnot	
 ﾠpossible	
 ﾠin	
 ﾠa	
 ﾠprinted	
 ﾠinteractive	
 ﾠ
book).	
 ﾠComing	
 ﾠback	
 ﾠto	
 ﾠthe	
 ﾠfish	
 ﾠexample,	
 ﾠwe	
 ﾠsaid	
 ﾠthat	
 ﾠit	
 ﾠwould	
 ﾠbe	
 ﾠnice	
 ﾠto	
 ﾠsee	
 ﾠ
the	
 ﾠfish	
 ﾠmoving	
 ﾠunderwater,	
 ﾠeventually	
 ﾠseeing	
 ﾠits	
 ﾠfin	
 ﾠanimated,	
 ﾠbut	
 ﾠthe	
 ﾠchance	
 ﾠ
to	
 ﾠacquire	
 ﾠcontrol	
 ﾠof	
 ﾠthe	
 ﾠfish	
 ﾠand	
 ﾠdrag	
 ﾠit	
 ﾠon	
 ﾠthe	
 ﾠsea	
 ﾠbackground	
 ﾠwould	
 ﾠbe	
 ﾠreally	
 ﾠ
amazing	
 ﾠfor	
 ﾠa	
 ﾠlittle	
 ﾠchild	
 ﾠthat	
 ﾠ
is	
 ﾠ starting	
 ﾠ to	
 ﾠ explore	
 ﾠ the	
 ﾠ
world	
 ﾠaround	
 ﾠhimself.	
 ﾠ
These	
 ﾠ are	
 ﾠ only	
 ﾠ some	
 ﾠ ideas,	
 ﾠ
but	
 ﾠ the	
 ﾠ combinations	
 ﾠ are	
 ﾠ
very	
 ﾠ large:	
 ﾠ as	
 ﾠ said	
 ﾠ before,	
 ﾠ
almost	
 ﾠ everything	
 ﾠ on	
 ﾠ the	
 ﾠ
screen	
 ﾠcan	
 ﾠbe	
 ﾠanimated,	
 ﾠand	
 ﾠ
everything	
 ﾠ that	
 ﾠ can	
 ﾠ be	
 ﾠ
animated	
 ﾠ can	
 ﾠ be	
 ﾠ made	
 ﾠ
touchable	
 ﾠ or	
 ﾠ draggable.	
 ﾠ
These	
 ﾠ two	
 ﾠ important	
 ﾠ
aspects,	
 ﾠ animation	
 ﾠ and	
 ﾠ
interactivity,	
 ﾠare	
 ﾠthe	
 ﾠones	
 ﾠon	
 ﾠ
which	
 ﾠthe	
 ﾠdevelopment	
 ﾠof	
 ﾠthe	
 ﾠ
framework	
 ﾠ and	
 ﾠ of	
 ﾠ the	
 ﾠ editor	
 ﾠ
focused	
 ﾠon	
 ﾠprimarily.	
 ﾠ	
 ﾠ
Another	
 ﾠimportant	
 ﾠaspect	
 ﾠwas	
 ﾠthe	
 ﾠchoice	
 ﾠof	
 ﾠthe	
 ﾠdevice	
 ﾠto	
 ﾠreproduce	
 ﾠ
the	
 ﾠdigital	
 ﾠbook	
 ﾠon.	
 ﾠIt	
 ﾠcould	
 ﾠhave	
 ﾠbeen	
 ﾠa	
 ﾠcomputer,	
 ﾠbut,	
 ﾠa	
 ﾠkid	
 ﾠcan	
 ﾠnot	
 ﾠinteract	
 ﾠ
with	
 ﾠ it	
 ﾠ easily;	
 ﾠ furthermore,	
 ﾠ the	
 ﾠ need	
 ﾠ of	
 ﾠ using	
 ﾠ a	
 ﾠ touch	
 ﾠ screen	
 ﾠ makes	
 ﾠ the	
 ﾠ
computer	
 ﾠ unusable.	
 ﾠ We	
 ﾠ could	
 ﾠ think	
 ﾠ of	
 ﾠ using	
 ﾠ the	
 ﾠ mouse	
 ﾠ as	
 ﾠ the	
 ﾠ interaction	
 ﾠ
device,	
 ﾠbut	
 ﾠthis	
 ﾠwould	
 ﾠlead	
 ﾠto	
 ﾠa	
 ﾠlack	
 ﾠof	
 ﾠthe	
 ﾠuser’s	
 ﾠparticipation	
 ﾠdegree.	
 ﾠFor	
 ﾠ
maintaining	
 ﾠthis	
 ﾠdegree	
 ﾠhigh,	
 ﾠa	
 ﾠtouch	
 ﾠdevice	
 ﾠwould	
 ﾠhave	
 ﾠbeen	
 ﾠmuch	
 ﾠbetter	
 ﾠand	
 ﾠ
for	
 ﾠthis	
 ﾠreason	
 ﾠthe	
 ﾠchoice	
 ﾠwas	
 ﾠa	
 ﾠtablet:	
 ﾠit	
 ﾠhas	
 ﾠa	
 ﾠtouch	
 ﾠscreen,	
 ﾠit’s	
 ﾠcompact	
 ﾠand	
 ﾠ
it	
 ﾠhas	
 ﾠenough	
 ﾠhardware	
 ﾠresources	
 ﾠto	
 ﾠreproduce	
 ﾠan	
 ﾠinteractive	
 ﾠbook.	
 ﾠAltera	
 ﾠ
also	
 ﾠthought	
 ﾠabout	
 ﾠusing	
 ﾠa	
 ﾠsimple	
 ﾠe-ﾭ‐reader	
 ﾠand	
 ﾠthe	
 ﾠmost	
 ﾠsuccessful	
 ﾠproducts	
 ﾠin	
 ﾠ
this	
 ﾠarea	
 ﾠare	
 ﾠthe	
 ﾠKindle	
 ﾠ(produced	
 ﾠby	
 ﾠAmazon®)	
 ﾠand	
 ﾠthe	
 ﾠNook	
 ﾠ(produced	
 ﾠby	
 ﾠ
Barnes	
 ﾠ &	
 ﾠ Nobles®).	
 ﾠ Unfortunately,	
 ﾠ they	
 ﾠ do	
 ﾠ not	
 ﾠ provide	
 ﾠ interactivity.	
 ﾠ	
 ﾠ
Developers	
 ﾠof	
 ﾠAltera,	
 ﾠin	
 ﾠconjunction	
 ﾠwith	
 ﾠWare’s	
 ﾠMe,	
 ﾠconscious	
 ﾠof	
 ﾠall	
 ﾠof	
 ﾠthese	
 ﾠ
arguments,	
 ﾠdecided	
 ﾠto	
 ﾠuse	
 ﾠall	
 ﾠtheir	
 ﾠexperience,	
 ﾠgained	
 ﾠover	
 ﾠthe	
 ﾠyears,	
 ﾠon	
 ﾠiPad	
 ﾠ
FIGURE	
 ﾠ2.1	
 ﾠ-ﾭ‐	
 ﾠAN	
 ﾠIPAD	
 ﾠ	
 ﾠ
programming	
 ﾠand	
 ﾠthey	
 ﾠchose	
 ﾠto	
 ﾠinvest	
 ﾠon	
 ﾠinteractive	
 ﾠbooks	
 ﾠapplications	
 ﾠusing	
 ﾠ
this	
 ﾠdevice.	
 ﾠ
After	
 ﾠthis	
 ﾠdiscussion	
 ﾠwe	
 ﾠcan	
 ﾠconclude	
 ﾠthat	
 ﾠthe	
 ﾠresult	
 ﾠof	
 ﾠthe	
 ﾠtranslation	
 ﾠ
of	
 ﾠa	
 ﾠprinted	
 ﾠbook	
 ﾠinto	
 ﾠan	
 ﾠinteractive	
 ﾠ one	
 ﾠleads	
 ﾠto	
 ﾠsomething	
 ﾠthat	
 ﾠis	
 ﾠnot	
 ﾠa	
 ﾠ
simple	
 ﾠtext,	
 ﾠbut	
 ﾠsomething	
 ﾠin	
 ﾠthe	
 ﾠmiddle	
 ﾠof	
 ﾠa	
 ﾠreading	
 ﾠand	
 ﾠa	
 ﾠgame.	
 ﾠWe	
 ﾠknow	
 ﾠ
that	
 ﾠkids	
 ﾠlike	
 ﾠto	
 ﾠplay	
 ﾠa	
 ﾠlot	
 ﾠand	
 ﾠare	
 ﾠfascinated	
 ﾠby	
 ﾠthings	
 ﾠthey	
 ﾠhave	
 ﾠnever	
 ﾠseen	
 ﾠ
before.	
 ﾠWith	
 ﾠthis	
 ﾠnew	
 ﾠkind	
 ﾠof	
 ﾠbook	
 ﾠwe	
 ﾠgive	
 ﾠthem	
 ﾠboth	
 ﾠa	
 ﾠgame	
 ﾠand	
 ﾠsoftware	
 ﾠ
able	
 ﾠto	
 ﾠreproduce	
 ﾠbooks	
 ﾠthat	
 ﾠcan	
 ﾠbe	
 ﾠdeeply	
 ﾠdifferent	
 ﾠone	
 ﾠfrom	
 ﾠanother,	
 ﾠnot	
 ﾠ
only	
 ﾠin	
 ﾠthe	
 ﾠcontents,	
 ﾠbut	
 ﾠalso	
 ﾠin	
 ﾠthe	
 ﾠway	
 ﾠthey	
 ﾠinteract	
 ﾠwith	
 ﾠthem.	
 ﾠMoreover,	
 ﾠ
there	
 ﾠis	
 ﾠa	
 ﾠlearning	
 ﾠaspect	
 ﾠtoo:	
 ﾠwith	
 ﾠthis	
 ﾠnew	
 ﾠkind	
 ﾠof	
 ﾠexperience	
 ﾠparents	
 ﾠcan	
 ﾠ
teach	
 ﾠtheir	
 ﾠsons	
 ﾠaspects	
 ﾠof	
 ﾠthe	
 ﾠworld	
 ﾠaround	
 ﾠus	
 ﾠin	
 ﾠa	
 ﾠmore	
 ﾠrealistic	
 ﾠway.	
 ﾠThe	
 ﾠ
innovations	
 ﾠdo	
 ﾠnot	
 ﾠstop	
 ﾠhere,	
 ﾠin	
 ﾠfact	
 ﾠAltera	
 ﾠput	
 ﾠin	
 ﾠthe	
 ﾠinteractive	
 ﾠbook	
 ﾠother	
 ﾠ
sections	
 ﾠthan	
 ﾠthe	
 ﾠreading	
 ﾠone:	
 ﾠthey	
 ﾠinserted	
 ﾠlittle	
 ﾠgames	
 ﾠthat	
 ﾠkids	
 ﾠcan	
 ﾠplay	
 ﾠ
with,	
 ﾠsuch	
 ﾠas	
 ﾠpuzzles	
 ﾠand	
 ﾠpictures	
 ﾠthat	
 ﾠchildren	
 ﾠcan	
 ﾠfill	
 ﾠwith	
 ﾠtheir	
 ﾠfingers	
 ﾠafter	
 ﾠ
choosing	
 ﾠthe	
 ﾠright	
 ﾠcolour.	
 ﾠAnother	
 ﾠinteresting	
 ﾠtool	
 ﾠis	
 ﾠthe	
 ﾠpossibility	
 ﾠto	
 ﾠrecord	
 ﾠ
the	
 ﾠvoice	
 ﾠof	
 ﾠa	
 ﾠspeaker	
 ﾠand	
 ﾠreproduce	
 ﾠit	
 ﾠinstead	
 ﾠof	
 ﾠthe	
 ﾠdefault	
 ﾠvoice.	
 ﾠIn	
 ﾠthis	
 ﾠway	
 ﾠ
parents	
 ﾠcan	
 ﾠrecord	
 ﾠtheir	
 ﾠvoice	
 ﾠand	
 ﾠlet	
 ﾠthe	
 ﾠbaby	
 ﾠlisten	
 ﾠto	
 ﾠthe	
 ﾠstory	
 ﾠtold	
 ﾠby	
 ﾠtheir	
 ﾠ
parents.	
 ﾠBy	
 ﾠthe	
 ﾠway,	
 ﾠmy	
 ﾠwork	
 ﾠfocused	
 ﾠonly	
 ﾠon	
 ﾠthe	
 ﾠreading	
 ﾠpart,	
 ﾠbut	
 ﾠalso	
 ﾠthese	
 ﾠ
important	
 ﾠfeatures	
 ﾠcould	
 ﾠbe	
 ﾠadded	
 ﾠto	
 ﾠthe	
 ﾠframework	
 ﾠin	
 ﾠthe	
 ﾠfuture.	
 ﾠ
	
 ﾠ	
 ﾠ
3  INTRODUCTION	
 ﾠTO	
 ﾠAPPLE	
 ﾠINC.	
 ﾠTECHNOLOGIES	
 ﾠ
In	
 ﾠthis	
 ﾠchapter	
 ﾠwe	
 ﾠgive	
 ﾠa	
 ﾠbrief	
 ﾠdescription	
 ﾠof	
 ﾠthe	
 ﾠtechnologies	
 ﾠused	
 ﾠto	
 ﾠbuild	
 ﾠthe	
 ﾠ
applications	
 ﾠ (framework	
 ﾠ and	
 ﾠ editor)	
 ﾠ and	
 ﾠ used	
 ﾠ by	
 ﾠ anyone	
 ﾠ who	
 ﾠ wants	
 ﾠ to	
 ﾠ
develop	
 ﾠan	
 ﾠiOS	
 ﾠor	
 ﾠMac	
 ﾠOS	
 ﾠX	
 ﾠapplication.	
 ﾠiOS	
 ﾠ(formerly	
 ﾠiPhone	
 ﾠOS)	
 ﾠis	
 ﾠApple	
 ﾠ
Inc.'s	
 ﾠmobile	
 ﾠoperating	
 ﾠsystem.	
 ﾠOriginally	
 ﾠdeveloped	
 ﾠfor	
 ﾠthe	
 ﾠiPhone,	
 ﾠit	
 ﾠhas	
 ﾠbeen	
 ﾠ
extended	
 ﾠto	
 ﾠsupport	
 ﾠother	
 ﾠApple	
 ﾠdevices	
 ﾠsuch	
 ﾠas	
 ﾠthe	
 ﾠiPod	
 ﾠTouch,	
 ﾠiPad,	
 ﾠand	
 ﾠ
Apple	
 ﾠTV	
 ﾠ(iOS).	
 ﾠMac	
 ﾠOS	
 ﾠX	
 ﾠis	
 ﾠa	
 ﾠseries	
 ﾠof	
 ﾠUnix-ﾭ‐based	
 ﾠoperating	
 ﾠsystems	
 ﾠand	
 ﾠ
graphical	
 ﾠuser	
 ﾠinterfaces	
 ﾠdeveloped,	
 ﾠmarketed,	
 ﾠand	
 ﾠsold	
 ﾠby	
 ﾠApple	
 ﾠInc.	
 ﾠSince	
 ﾠ
2002,	
 ﾠMac	
 ﾠOS	
 ﾠX	
 ﾠhas	
 ﾠbeen	
 ﾠincluded	
 ﾠwith	
 ﾠall	
 ﾠnew	
 ﾠMacintosh	
 ﾠcomputer	
 ﾠsystems.	
 ﾠ
It	
 ﾠ is	
 ﾠ the	
 ﾠ successor	
 ﾠ to	
 ﾠ Mac	
 ﾠOS	
 ﾠ9,	
 ﾠ released	
 ﾠ in	
 ﾠ 1999,	
 ﾠ the	
 ﾠ final	
 ﾠ release	
 ﾠ of	
 ﾠ the	
 ﾠ
"classic"	
 ﾠ Mac	
 ﾠ OS,	
 ﾠ which	
 ﾠ had	
 ﾠ been	
 ﾠ Apple's	
 ﾠ primary	
 ﾠ operating	
 ﾠ system	
 ﾠ since	
 ﾠ
1984.	
 ﾠ	
 ﾠ
We	
 ﾠstart	
 ﾠwith	
 ﾠa	
 ﾠdefinition	
 ﾠof	
 ﾠthe	
 ﾠObjective-ﾭ‐C	
 ﾠprogramming	
 ﾠlanguage,	
 ﾠ
then	
 ﾠ we	
 ﾠ go	
 ﾠ on	
 ﾠ explaining	
 ﾠ the	
 ﾠ Model-ﾭ‐View-ﾭ‐Controller	
 ﾠ design	
 ﾠ pattern,	
 ﾠ an	
 ﾠ
important	
 ﾠsoftware	
 ﾠarchitecture	
 ﾠused	
 ﾠin	
 ﾠsoftware	
 ﾠengineering	
 ﾠand	
 ﾠin	
 ﾠparticular	
 ﾠ
in	
 ﾠ the	
 ﾠ Cocoa	
 ﾠ framework.	
 ﾠ In	
 ﾠ the	
 ﾠ third	
 ﾠ paragraph	
 ﾠ the	
 ﾠ Cocoa	
 ﾠ framework	
 ﾠ is	
 ﾠ
presented,	
 ﾠfollowed	
 ﾠby	
 ﾠCocoa	
 ﾠTouch	
 ﾠin	
 ﾠthe	
 ﾠfourth	
 ﾠone.	
 ﾠIn	
 ﾠthe	
 ﾠlast	
 ﾠparagraph	
 ﾠ
we	
 ﾠ talk	
 ﾠ about	
 ﾠ Sparrow,	
 ﾠ an	
 ﾠ open	
 ﾠ source	
 ﾠ framework	
 ﾠ built	
 ﾠ to	
 ﾠ make	
 ﾠ the	
 ﾠ
development	
 ﾠof	
 ﾠmultimedia	
 ﾠapplications	
 ﾠeasier	
 ﾠon	
 ﾠiOS	
 ﾠplatform.	
 ﾠ	
 ﾠ
3.1  THE	
 ﾠOBJECTIVE-ﾭ‐C	
 ﾠPROGRAMMING	
 ﾠLANGUAGE	
 ﾠ
The	
 ﾠObjective-ﾭ‐C	
 ﾠlanguage	
 ﾠis	
 ﾠa	
 ﾠsimple	
 ﾠcomputer	
 ﾠlanguage	
 ﾠdesigned	
 ﾠto	
 ﾠenable	
 ﾠ
sophisticated	
 ﾠobject-ﾭ‐oriented	
 ﾠprogramming.	
 ﾠObjective-ﾭ‐C	
 ﾠis	
 ﾠdefined	
 ﾠas	
 ﾠa	
 ﾠsmall	
 ﾠ
but	
 ﾠpowerful	
 ﾠset	
 ﾠof	
 ﾠextensions	
 ﾠto	
 ﾠthe	
 ﾠstandard	
 ﾠANSI	
 ﾠC	
 ﾠlanguage.	
 ﾠIts	
 ﾠadditions	
 ﾠ
to	
 ﾠ C	
 ﾠ are	
 ﾠ mostly	
 ﾠ based	
 ﾠ on	
 ﾠ Smalltalk,	
 ﾠ one	
 ﾠ of	
 ﾠ the	
 ﾠ first	
 ﾠ object-ﾭ‐oriented	
 ﾠ
programming	
 ﾠlanguages.	
 ﾠObjective-ﾭ‐C	
 ﾠis	
 ﾠdesigned	
 ﾠto	
 ﾠgive	
 ﾠC	
 ﾠfull	
 ﾠobject-ﾭ‐oriented	
 ﾠ
programming	
 ﾠcapabilities,	
 ﾠand	
 ﾠto	
 ﾠdo	
 ﾠso	
 ﾠin	
 ﾠa	
 ﾠsimple	
 ﾠand	
 ﾠstraightforward	
 ﾠway	
 ﾠ
(Apple).	
 ﾠPrimarily	
 ﾠBrad	
 ﾠCox	
 ﾠand	
 ﾠTom	
 ﾠLove	
 ﾠcreated	
 ﾠit	
 ﾠin	
 ﾠthe	
 ﾠearly	
 ﾠ1980s	
 ﾠat	
 ﾠtheir	
 ﾠ
company	
 ﾠStepstone	
 ﾠ(Objective-C).	
 ﾠ	
 ﾠ
Cocoa
2 	
 ﾠis	
 ﾠ pervasively	
 ﾠ object-ﾭ‐oriented,	
 ﾠ from	
 ﾠ its	
 ﾠ paradigms	
 ﾠ and	
 ﾠ
mechanisms	
 ﾠ to	
 ﾠ its	
 ﾠ event-ﾭ‐driven	
 ﾠ architecture.	
 ﾠ Objective-ﾭ‐C,	
 ﾠ the	
 ﾠ development	
 ﾠ
language	
 ﾠfor	
 ﾠCocoa,	
 ﾠis	
 ﾠthoroughly	
 ﾠobject-ﾭ‐oriented	
 ﾠtoo,	
 ﾠdespite	
 ﾠits	
 ﾠgrounding	
 ﾠin	
 ﾠ
ANSI	
 ﾠ C.	
 ﾠ It	
 ﾠ provides	
 ﾠ runtime	
 ﾠ support	
 ﾠ for	
 ﾠ message	
 ﾠ dispatch	
 ﾠ and	
 ﾠ specifies	
 ﾠ
syntactical	
 ﾠconventions	
 ﾠfor	
 ﾠdefining	
 ﾠnew	
 ﾠclasses.	
 ﾠObjective-ﾭ‐C	
 ﾠsupports	
 ﾠmost	
 ﾠof	
 ﾠ
the	
 ﾠ abstractions	
 ﾠ and	
 ﾠ mechanisms	
 ﾠ found	
 ﾠ in	
 ﾠ other	
 ﾠ object-ﾭ‐oriented	
 ﾠ languages	
 ﾠ
such	
 ﾠas	
 ﾠC++	
 ﾠand	
 ﾠJava.	
 ﾠThese	
 ﾠinclude	
 ﾠinheritance,	
 ﾠencapsulation,	
 ﾠreusability,	
 ﾠ
and	
 ﾠ polymorphism.	
 ﾠ Nevertheless,	
 ﾠ Objective-ﾭ‐C	
 ﾠ is	
 ﾠ different	
 ﾠ from	
 ﾠ these	
 ﾠ other	
 ﾠ
object-ﾭ‐oriented	
 ﾠlanguages,	
 ﾠoften	
 ﾠin	
 ﾠimportant	
 ﾠways.	
 ﾠFor	
 ﾠexample,	
 ﾠObjective-ﾭ‐C,	
 ﾠ
unlike	
 ﾠ C++,	
 ﾠ doesn’t	
 ﾠ allow	
 ﾠ operator	
 ﾠ overloading,	
 ﾠ templates,	
 ﾠ or	
 ﾠ multiple	
 ﾠ
inheritance.	
 ﾠ
3.1.1  THE	
 ﾠOBJECTIVE-ﾭ‐C	
 ﾠADVANTAGE	
 ﾠ
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 ﾠFor	
 ﾠmore	
 ﾠdetails	
 ﾠabout	
 ﾠCocoa,	
 ﾠsee	
 ﾠparagraph	
 ﾠ3.3	
 ﾠ	
 ﾠ 	
 ﾠ
	
 ﾠ
	
 ﾠ
Every	
 ﾠ Objective-ﾭ‐C	
 ﾠ object	
 ﾠ hides	
 ﾠ a	
 ﾠ data	
 ﾠ structure	
 ﾠ whose	
 ﾠ first	
 ﾠ member—or	
 ﾠ
instance	
 ﾠvariable—is	
 ﾠthe	
 ﾠisa	
 ﾠpointer.	
 ﾠ(Most	
 ﾠremaining	
 ﾠmembers	
 ﾠare	
 ﾠdefined	
 ﾠby	
 ﾠ
the	
 ﾠobject’s	
 ﾠclass	
 ﾠand	
 ﾠsuperclasses.)	
 ﾠThe	
 ﾠisa	
 ﾠpointer,	
 ﾠas	
 ﾠthe	
 ﾠname	
 ﾠsuggests,	
 ﾠ
points	
 ﾠto	
 ﾠthe	
 ﾠobject’s	
 ﾠclass,	
 ﾠwhich	
 ﾠis	
 ﾠan	
 ﾠobject	
 ﾠin	
 ﾠits	
 ﾠown	
 ﾠright	
 ﾠ(see	
 ﾠFigure	
 ﾠ2-ﾭ‐1)	
 ﾠ
and	
 ﾠis	
 ﾠcompiled	
 ﾠfrom	
 ﾠthe	
 ﾠclass	
 ﾠdefinition.	
 ﾠThe	
 ﾠclass	
 ﾠobject	
 ﾠmaintains	
 ﾠa	
 ﾠdispatch	
 ﾠ
table	
 ﾠconsisting	
 ﾠessentially	
 ﾠof	
 ﾠpointers	
 ﾠto	
 ﾠthe	
 ﾠmethods	
 ﾠit	
 ﾠimplements;	
 ﾠit	
 ﾠalso	
 ﾠ
holds	
 ﾠ a	
 ﾠ pointer	
 ﾠ to	
 ﾠ its	
 ﾠ superclass,	
 ﾠ which	
 ﾠ has	
 ﾠ its	
 ﾠ own	
 ﾠ dispatch	
 ﾠ table	
 ﾠ and	
 ﾠ
superclass	
 ﾠpointer.	
 ﾠThrough	
 ﾠthis	
 ﾠchain	
 ﾠof	
 ﾠreferences,	
 ﾠan	
 ﾠobject	
 ﾠhas	
 ﾠaccess	
 ﾠto	
 ﾠ
the	
 ﾠmethod	
 ﾠimplementations	
 ﾠof	
 ﾠits	
 ﾠclass	
 ﾠand	
 ﾠall	
 ﾠits	
 ﾠsuperclasses	
 ﾠ(as	
 ﾠwell	
 ﾠas	
 ﾠall	
 ﾠ
inherited	
 ﾠpublic	
 ﾠand	
 ﾠprotected	
 ﾠinstance	
 ﾠvariables).	
 ﾠThe	
 ﾠisa	
 ﾠpointer	
 ﾠis	
 ﾠcritical	
 ﾠto	
 ﾠ
the	
 ﾠmessage-ﾭ‐dispatch	
 ﾠmechanism	
 ﾠand	
 ﾠto	
 ﾠthe	
 ﾠdynamism	
 ﾠof	
 ﾠCocoa	
 ﾠobjects.	
 ﾠ
	
 ﾠ
FIGURE	
 ﾠ3.1	
 ﾠ-ﾭ‐	
 ﾠAN	
 ﾠOBJECT'S	
 ﾠISA	
 ﾠPOINTER	
 ﾠ
This	
 ﾠ peek	
 ﾠ behind	
 ﾠ the	
 ﾠ object	
 ﾠ facade	
 ﾠ gives	
 ﾠ a	
 ﾠ highly	
 ﾠ simplified	
 ﾠ view	
 ﾠ of	
 ﾠ what	
 ﾠ
happens	
 ﾠin	
 ﾠthe	
 ﾠObjective-ﾭ‐C	
 ﾠruntime	
 ﾠto	
 ﾠenable	
 ﾠmessage-ﾭ‐dispatch,	
 ﾠinheritance,	
 ﾠ
and	
 ﾠother	
 ﾠfacets	
 ﾠof	
 ﾠgeneral	
 ﾠobject	
 ﾠbehavior.	
 ﾠBut	
 ﾠthis	
 ﾠinformation	
 ﾠis	
 ﾠessential	
 ﾠto	
 ﾠ
understanding	
 ﾠthe	
 ﾠmajor	
 ﾠstrength	
 ﾠof	
 ﾠObjective-ﾭ‐C,	
 ﾠits	
 ﾠdynamism.	
 ﾠ
3.1.2  THE	
 ﾠDYNAMISM	
 ﾠOF	
 ﾠOBJECTIVE-ﾭ‐C	
 ﾠ
Objective-ﾭ‐C	
 ﾠis	
 ﾠa	
 ﾠvery	
 ﾠdynamic	
 ﾠlanguage.	
 ﾠIts	
 ﾠdynamism	
 ﾠfrees	
 ﾠa	
 ﾠprogram	
 ﾠfrom	
 ﾠ
compile-ﾭ‐time	
 ﾠand	
 ﾠlink-ﾭ‐time	
 ﾠconstraints	
 ﾠand	
 ﾠshifts	
 ﾠmuch	
 ﾠof	
 ﾠthe	
 ﾠresponsibility	
 ﾠfor	
 ﾠ
symbol	
 ﾠresolution	
 ﾠto	
 ﾠruntime,	
 ﾠwhen	
 ﾠthe	
 ﾠuser	
 ﾠis	
 ﾠin	
 ﾠcontrol.	
 ﾠObjective-ﾭ‐C	
 ﾠis	
 ﾠmore	
 ﾠ
dynamic	
 ﾠ than	
 ﾠ other	
 ﾠ programming	
 ﾠ languages	
 ﾠ because	
 ﾠ its	
 ﾠ dynamism	
 ﾠ springs	
 ﾠ
from	
 ﾠthree	
 ﾠsources:	
 ﾠ
	
 ﾠ
•  Dynamic	
 ﾠtyping—determining	
 ﾠthe	
 ﾠclass	
 ﾠof	
 ﾠan	
 ﾠobject	
 ﾠat	
 ﾠruntime	
 ﾠ
•  Dynamic	
 ﾠbinding—determining	
 ﾠthe	
 ﾠmethod	
 ﾠto	
 ﾠinvoke	
 ﾠat	
 ﾠruntime	
 ﾠ
•  Dynamic	
 ﾠloading—adding	
 ﾠnew	
 ﾠmodules	
 ﾠto	
 ﾠa	
 ﾠprogram	
 ﾠat	
 ﾠruntime	
 ﾠ
	
 ﾠ
For	
 ﾠ dynamic	
 ﾠ typing,	
 ﾠ Objective-ﾭ‐C	
 ﾠ introduces	
 ﾠ the	
 ﾠ id	
 ﾠ data	
 ﾠ type,	
 ﾠ which	
 ﾠ can	
 ﾠ
represent	
 ﾠany	
 ﾠCocoa	
 ﾠobject.	
 ﾠA	
 ﾠtypical	
 ﾠuse	
 ﾠof	
 ﾠthis	
 ﾠgeneric	
 ﾠobject	
 ﾠtype	
 ﾠis	
 ﾠshown	
 ﾠ
in	
 ﾠthe	
 ﾠfollowing	
 ﾠcode	
 ﾠfragment:	
 ﾠ
 
id word; 
 
while (word = [enm nextObject]) { 
  // do something with ‘word’ variable... 	
 ﾠ
} 
LISTING	
 ﾠ3.1	
 ﾠ-ﾭ‐	
 ﾠEXAMPLE	
 ﾠOF	
 ﾠUSING	
 ﾠID	
 ﾠDATA	
 ﾠTYPE 
The	
 ﾠid	
 ﾠdata	
 ﾠtype	
 ﾠmakes	
 ﾠit	
 ﾠpossible	
 ﾠto	
 ﾠsubstitute	
 ﾠany	
 ﾠtype	
 ﾠof	
 ﾠobject	
 ﾠat	
 ﾠruntime.	
 ﾠ
The	
 ﾠprogrammer	
 ﾠcan	
 ﾠthereby	
 ﾠlet	
 ﾠruntime	
 ﾠfactors	
 ﾠdictate	
 ﾠwhat	
 ﾠkind	
 ﾠof	
 ﾠobject	
 ﾠ
has	
 ﾠto	
 ﾠbe	
 ﾠused	
 ﾠin	
 ﾠcode.	
 ﾠDynamic	
 ﾠtyping	
 ﾠpermits	
 ﾠassociations	
 ﾠbetween	
 ﾠobjects	
 ﾠ
to	
 ﾠbe	
 ﾠdetermined	
 ﾠat	
 ﾠruntime	
 ﾠrather	
 ﾠthan	
 ﾠforcing	
 ﾠthem	
 ﾠto	
 ﾠbe	
 ﾠencoded	
 ﾠin	
 ﾠa	
 ﾠstatic	
 ﾠ
design.	
 ﾠStatic	
 ﾠtype	
 ﾠchecking	
 ﾠat	
 ﾠcompile	
 ﾠtime	
 ﾠmay	
 ﾠensure	
 ﾠstricter	
 ﾠdata	
 ﾠintegrity,	
 ﾠ
but	
 ﾠin	
 ﾠexchange	
 ﾠfor	
 ﾠthat	
 ﾠstricter	
 ﾠintegrity,	
 ﾠdynamic	
 ﾠtyping	
 ﾠgives	
 ﾠour	
 ﾠprogram	
 ﾠ
much	
 ﾠgreater	
 ﾠflexibility.	
 ﾠAnd	
 ﾠthrough	
 ﾠobject	
 ﾠintrospection	
 ﾠ(for	
 ﾠexample,	
 ﾠasking	
 ﾠ
a	
 ﾠdynamically	
 ﾠtyped,	
 ﾠanonymous	
 ﾠobject	
 ﾠwhat	
 ﾠits	
 ﾠclass	
 ﾠis)	
 ﾠwe	
 ﾠcan	
 ﾠstill	
 ﾠverify	
 ﾠthe	
 ﾠ
type	
 ﾠof	
 ﾠan	
 ﾠobject	
 ﾠat	
 ﾠruntime	
 ﾠand	
 ﾠthus	
 ﾠvalidate	
 ﾠits	
 ﾠsuitability	
 ﾠfor	
 ﾠa	
 ﾠparticular	
 ﾠ
operation.	
 ﾠ(Of	
 ﾠcourse,	
 ﾠwe	
 ﾠcan	
 ﾠalways	
 ﾠstatically	
 ﾠcheck	
 ﾠthe	
 ﾠtypes	
 ﾠof	
 ﾠobjects	
 ﾠwhen	
 ﾠ
we	
 ﾠneed	
 ﾠto.)	
 ﾠ
Dynamic	
 ﾠtyping	
 ﾠgives	
 ﾠsubstance	
 ﾠto	
 ﾠdynamic	
 ﾠbinding,	
 ﾠthe	
 ﾠsecond	
 ﾠkind	
 ﾠof	
 ﾠ
dynamism	
 ﾠin	
 ﾠObjective-ﾭ‐C.	
 ﾠJust	
 ﾠas	
 ﾠdynamic	
 ﾠtyping	
 ﾠdefers	
 ﾠthe	
 ﾠresolution	
 ﾠof	
 ﾠan	
 ﾠ
object’s	
 ﾠclass	
 ﾠmembership	
 ﾠuntil	
 ﾠruntime,	
 ﾠdynamic	
 ﾠbinding	
 ﾠdefers	
 ﾠthe	
 ﾠdecision	
 ﾠ
of	
 ﾠwhich	
 ﾠmethod	
 ﾠto	
 ﾠinvoke	
 ﾠuntil	
 ﾠruntime.	
 ﾠMethod	
 ﾠinvocations	
 ﾠare	
 ﾠnot	
 ﾠbound	
 ﾠ
to	
 ﾠcode	
 ﾠduring	
 ﾠcompilation;	
 ﾠthey	
 ﾠare	
 ﾠbound	
 ﾠonly	
 ﾠwhen	
 ﾠa	
 ﾠmessage	
 ﾠis	
 ﾠactually	
 ﾠ
delivered.	
 ﾠ With	
 ﾠ both	
 ﾠ dynamic	
 ﾠ typing	
 ﾠ and	
 ﾠ dynamic	
 ﾠ binding,	
 ﾠ we	
 ﾠ can	
 ﾠ obtain	
 ﾠ
different	
 ﾠ results	
 ﾠ in	
 ﾠ our	
 ﾠ code	
 ﾠ each	
 ﾠ time	
 ﾠ we	
 ﾠ execute	
 ﾠ it.	
 ﾠ Runtime	
 ﾠ factors	
 ﾠ
determine	
 ﾠwhich	
 ﾠreceiver	
 ﾠis	
 ﾠchosen	
 ﾠand	
 ﾠwhich	
 ﾠmethod	
 ﾠis	
 ﾠinvoked.	
 ﾠ
The	
 ﾠruntime’s	
 ﾠmessage-ﾭ‐dispatch	
 ﾠmachinery	
 ﾠenables	
 ﾠdynamic	
 ﾠbinding.	
 ﾠWhen	
 ﾠ
the	
 ﾠprogrammer	
 ﾠsends	
 ﾠa	
 ﾠmessage
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 ﾠto	
 ﾠa	
 ﾠdynamically	
 ﾠtyped	
 ﾠobject,	
 ﾠthe	
 ﾠruntime	
 ﾠ
system	
 ﾠuses	
 ﾠthe	
 ﾠreceiver’s	
 ﾠisa	
 ﾠpointer	
 ﾠto	
 ﾠlocate	
 ﾠthe	
 ﾠobject’s	
 ﾠclass,	
 ﾠand	
 ﾠfrom	
 ﾠ
there	
 ﾠthe	
 ﾠmethod	
 ﾠimplementation	
 ﾠto	
 ﾠinvoke.	
 ﾠThe	
 ﾠmethod	
 ﾠis	
 ﾠdynamically	
 ﾠbound	
 ﾠ
to	
 ﾠthe	
 ﾠmessage.	
 ﾠAnd	
 ﾠthe	
 ﾠprogrammer	
 ﾠdoes	
 ﾠnot	
 ﾠhave	
 ﾠto	
 ﾠdo	
 ﾠanything	
 ﾠspecial	
 ﾠin	
 ﾠ
Objective-ﾭ‐C	
 ﾠcode	
 ﾠto	
 ﾠreap	
 ﾠthe	
 ﾠbenefits	
 ﾠof	
 ﾠdynamic	
 ﾠbinding.	
 ﾠIt	
 ﾠhappens	
 ﾠroutinely	
 ﾠ
and	
 ﾠ transparently	
 ﾠ every	
 ﾠ time	
 ﾠ he	
 ﾠ sends	
 ﾠ a	
 ﾠ message,	
 ﾠ especially	
 ﾠ one	
 ﾠ to	
 ﾠ a	
 ﾠ
dynamically	
 ﾠtyped	
 ﾠobject.	
 ﾠ
Dynamic	
 ﾠloading,	
 ﾠthe	
 ﾠfinal	
 ﾠtype	
 ﾠof	
 ﾠdynamism,	
 ﾠis	
 ﾠa	
 ﾠfeature	
 ﾠof	
 ﾠCocoa	
 ﾠthat	
 ﾠ
depends	
 ﾠon	
 ﾠObjective-ﾭ‐C	
 ﾠfor	
 ﾠruntime	
 ﾠsupport.	
 ﾠWith	
 ﾠdynamic	
 ﾠloading,	
 ﾠa	
 ﾠCocoa	
 ﾠ
program	
 ﾠcan	
 ﾠload	
 ﾠexecutable	
 ﾠcode	
 ﾠand	
 ﾠresources	
 ﾠas	
 ﾠthey’re	
 ﾠneeded	
 ﾠinstead	
 ﾠof	
 ﾠ
having	
 ﾠto	
 ﾠload	
 ﾠall	
 ﾠprogram	
 ﾠcomponents	
 ﾠat	
 ﾠlaunch	
 ﾠtime.	
 ﾠThe	
 ﾠexecutable	
 ﾠcode	
 ﾠ
(which	
 ﾠ is	
 ﾠ linked	
 ﾠ prior	
 ﾠ to	
 ﾠ loading)	
 ﾠ often	
 ﾠ contains	
 ﾠ new	
 ﾠ classes	
 ﾠ that	
 ﾠ become	
 ﾠ
integrated	
 ﾠinto	
 ﾠthe	
 ﾠruntime	
 ﾠimage	
 ﾠof	
 ﾠthe	
 ﾠprogram.	
 ﾠBoth	
 ﾠcode	
 ﾠand	
 ﾠlocalized	
 ﾠ
resources	
 ﾠ(including	
 ﾠnib	
 ﾠfiles)	
 ﾠare	
 ﾠpackaged	
 ﾠin	
 ﾠbundles	
 ﾠand	
 ﾠare	
 ﾠexplicitly	
 ﾠloaded	
 ﾠ
with	
 ﾠmethods	
 ﾠdefined	
 ﾠin	
 ﾠFoundation’s	
 ﾠNSBundle	
 ﾠclass.	
 ﾠ
This	
 ﾠ “lazy-ﾭ‐loading”	
 ﾠ of	
 ﾠ program	
 ﾠ code	
 ﾠ and	
 ﾠ resources	
 ﾠ improves	
 ﾠ overall	
 ﾠ
performance	
 ﾠby	
 ﾠplacing	
 ﾠlower	
 ﾠmemory	
 ﾠdemands	
 ﾠon	
 ﾠthe	
 ﾠsystem.	
 ﾠEven	
 ﾠmore	
 ﾠ
importantly,	
 ﾠdynamic	
 ﾠloading	
 ﾠmakes	
 ﾠapplications	
 ﾠextensible.	
 ﾠWe	
 ﾠcan	
 ﾠdevise	
 ﾠa	
 ﾠ
plug-ﾭ‐in	
 ﾠarchitecture	
 ﾠfor	
 ﾠour	
 ﾠapplication	
 ﾠthat	
 ﾠallows	
 ﾠus	
 ﾠand	
 ﾠother	
 ﾠdevelopers	
 ﾠto	
 ﾠ
customize	
 ﾠit	
 ﾠwith	
 ﾠadditional	
 ﾠmodules	
 ﾠthat	
 ﾠthe	
 ﾠapplication	
 ﾠcan	
 ﾠdynamically	
 ﾠload	
 ﾠ
months	
 ﾠor	
 ﾠeven	
 ﾠyears	
 ﾠafter	
 ﾠthe	
 ﾠapplication	
 ﾠis	
 ﾠreleased.	
 ﾠIf	
 ﾠthe	
 ﾠdesign	
 ﾠis	
 ﾠright,	
 ﾠthe	
 ﾠ
classes	
 ﾠ in	
 ﾠ these	
 ﾠ modules	
 ﾠ will	
 ﾠ not	
 ﾠ clash	
 ﾠ with	
 ﾠ the	
 ﾠ classes	
 ﾠ already	
 ﾠ in	
 ﾠ place	
 ﾠ
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 ﾠTo	
 ﾠget	
 ﾠan	
 ﾠobject	
 ﾠto	
 ﾠdo	
 ﾠsomething,	
 ﾠthe	
 ﾠprogrammer	
 ﾠsends	
 ﾠit	
 ﾠa	
 ﾠmessage	
 ﾠtelling	
 ﾠit	
 ﾠto	
 ﾠapply	
 ﾠa	
 ﾠ
method	
 ﾠ	
 ﾠ 	
 ﾠ
	
 ﾠ
	
 ﾠ
because	
 ﾠ each	
 ﾠ class	
 ﾠ encapsulates	
 ﾠ its	
 ﾠ implementation	
 ﾠ and	
 ﾠ has	
 ﾠ its	
 ﾠ own	
 ﾠ
namespace.	
 ﾠ
3.2  THE	
 ﾠMODEL-ﾭ‐VIEW-ﾭ‐CONTROLLER	
 ﾠDESIGN	
 ﾠPATTERN	
 ﾠ
Model–view–controller	
 ﾠ(MVC)	
 ﾠis	
 ﾠa	
 ﾠsoftware	
 ﾠarchitecture,	
 ﾠcurrently	
 ﾠconsidered	
 ﾠ
an	
 ﾠ architectural	
 ﾠ pattern	
 ﾠ used	
 ﾠ in	
 ﾠ software	
 ﾠ engineering.	
 ﾠ The	
 ﾠ pattern	
 ﾠ isolates	
 ﾠ
"domain	
 ﾠ logic"	
 ﾠ (the	
 ﾠ application	
 ﾠ logic	
 ﾠ for	
 ﾠ the	
 ﾠ user)	
 ﾠ from	
 ﾠ the	
 ﾠ user	
 ﾠ interface	
 ﾠ
(input	
 ﾠand	
 ﾠpresentation),	
 ﾠpermitting	
 ﾠindependent	
 ﾠdevelopment,	
 ﾠtesting	
 ﾠand	
 ﾠ
maintenance	
 ﾠ of	
 ﾠ each.	
 ﾠ Model	
 ﾠ View	
 ﾠ Controller	
 ﾠ (MVC)	
 ﾠ pattern	
 ﾠ creates	
 ﾠ
applications	
 ﾠthat	
 ﾠseparate	
 ﾠthe	
 ﾠdifferent	
 ﾠaspects	
 ﾠof	
 ﾠthe	
 ﾠapplication	
 ﾠ(input	
 ﾠlogic,	
 ﾠ
business	
 ﾠlogic,	
 ﾠand	
 ﾠUI	
 ﾠlogic),	
 ﾠwhile	
 ﾠproviding	
 ﾠa	
 ﾠloose	
 ﾠcoupling	
 ﾠbetween	
 ﾠthese	
 ﾠ
elements	
 ﾠ(Model-View-Controller).	
 ﾠIt	
 ﾠis	
 ﾠnot	
 ﾠthe	
 ﾠonly	
 ﾠdesign	
 ﾠpattern	
 ﾠexploited	
 ﾠ
in	
 ﾠthe	
 ﾠdevelopment	
 ﾠof	
 ﾠthe	
 ﾠproject,	
 ﾠbut	
 ﾠit	
 ﾠis	
 ﾠfor	
 ﾠsure	
 ﾠthe	
 ﾠmost	
 ﾠimportant	
 ﾠone:	
 ﾠ
first	
 ﾠof	
 ﾠall	
 ﾠbecause	
 ﾠit	
 ﾠgives	
 ﾠa	
 ﾠguide	
 ﾠin	
 ﾠbuilding	
 ﾠan	
 ﾠapplication	
 ﾠfrom	
 ﾠscratch;	
 ﾠthe	
 ﾠ
other	
 ﾠpatterns	
 ﾠused	
 ﾠhere	
 ﾠand	
 ﾠby	
 ﾠApple	
 ﾠdevelopers,	
 ﾠsuch	
 ﾠas	
 ﾠKey	
 ﾠValue	
 ﾠCoding,	
 ﾠ
Key	
 ﾠValue	
 ﾠObserving,	
 ﾠdelegation	
 ﾠand	
 ﾠso	
 ﾠon,	
 ﾠare	
 ﾠnot	
 ﾠas	
 ﾠessential	
 ﾠas	
 ﾠthis	
 ﾠone	
 ﾠin	
 ﾠ
developing	
 ﾠan	
 ﾠapplication	
 ﾠthat	
 ﾠmust	
 ﾠbe	
 ﾠcompliant	
 ﾠto	
 ﾠthe	
 ﾠApple	
 ﾠstandards.	
 ﾠWe	
 ﾠ
remark	
 ﾠthat	
 ﾠusing	
 ﾠMVC	
 ﾠis	
 ﾠnot	
 ﾠmandatory	
 ﾠin	
 ﾠthe	
 ﾠconstruction	
 ﾠof	
 ﾠan	
 ﾠapplication,	
 ﾠ
but	
 ﾠ it	
 ﾠ strongly	
 ﾠ recommended	
 ﾠ for	
 ﾠ the	
 ﾠ reasons	
 ﾠ seen	
 ﾠ above	
 ﾠ and	
 ﾠ for	
 ﾠ the	
 ﾠ
arguments	
 ﾠthat	
 ﾠwe	
 ﾠare	
 ﾠgoing	
 ﾠto	
 ﾠsee	
 ﾠin	
 ﾠthe	
 ﾠnext	
 ﾠparagraphs.	
 ﾠ
3.2.1  OVERVIEW	
 ﾠ
The	
 ﾠModel-ﾭ‐View-ﾭ‐Controller	
 ﾠdesign	
 ﾠpattern	
 ﾠis	
 ﾠsimply	
 ﾠstated	
 ﾠ(Bucanek,	
 ﾠ2009):	
 ﾠ	
 ﾠ
•  Data	
 ﾠmodel	
 ﾠobjects	
 ﾠencapsulate	
 ﾠinformation	
 ﾠ
•  	
 ﾠView	
 ﾠobjects	
 ﾠdisplay	
 ﾠinformation	
 ﾠto	
 ﾠthe	
 ﾠuser.	
 ﾠ
•  	
 ﾠController	
 ﾠobjects	
 ﾠimplement	
 ﾠactions.	
 ﾠ
•  View	
 ﾠ objects	
 ﾠ observe	
 ﾠ data	
 ﾠ model	
 ﾠ objects	
 ﾠ and	
 ﾠ update	
 ﾠ their	
 ﾠ display	
 ﾠ
whenever	
 ﾠit	
 ﾠchanges.	
 ﾠ
•  View	
 ﾠobjects	
 ﾠgather	
 ﾠuser	
 ﾠinput	
 ﾠand	
 ﾠpass	
 ﾠit	
 ﾠto	
 ﾠa	
 ﾠcontroller	
 ﾠobject	
 ﾠthat	
 ﾠ
performs	
 ﾠthe	
 ﾠaction.	
 ﾠ
The	
 ﾠkey	
 ﾠto	
 ﾠsuccessfully	
 ﾠimplementing	
 ﾠan	
 ﾠMVC	
 ﾠdesign	
 ﾠis	
 ﾠto	
 ﾠpay	
 ﾠclose	
 ﾠattention	
 ﾠ
to	
 ﾠthe	
 ﾠrole	
 ﾠof	
 ﾠobjects	
 ﾠand	
 ﾠthe	
 ﾠcommunications	
 ﾠbetween	
 ﾠthose	
 ﾠobjects.	
 ﾠThe	
 ﾠfirst	
 ﾠ
three	
 ﾠrules	
 ﾠdefine	
 ﾠthe	
 ﾠrole	
 ﾠof	
 ﾠour	
 ﾠobjects.	
 ﾠ
•  Data	
 ﾠmodel	
 ﾠobjects	
 ﾠstore,	
 ﾠencapsulate,	
 ﾠand	
 ﾠabstract	
 ﾠdata.	
 ﾠThey	
 ﾠshould	
 ﾠ
not	
 ﾠ contain	
 ﾠ methods	
 ﾠ or	
 ﾠ logic	
 ﾠ specific	
 ﾠ to	
 ﾠ making	
 ﾠ the	
 ﾠ application	
 ﾠ
function.	
 ﾠFor	
 ﾠexample,	
 ﾠa	
 ﾠdata	
 ﾠmodel	
 ﾠclass	
 ﾠshould	
 ﾠimplement	
 ﾠa	
 ﾠmethod	
 ﾠ
that	
 ﾠserializes	
 ﾠits	
 ﾠdata,	
 ﾠbut	
 ﾠit	
 ﾠshould	
 ﾠnot	
 ﾠimplement	
 ﾠthe	
 ﾠ“Save	
 ﾠAs...”	
 ﾠ
command.	
 ﾠEven	
 ﾠif	
 ﾠthe	
 ﾠtwo	
 ﾠfunctions	
 ﾠare	
 ﾠnearly	
 ﾠidentical,	
 ﾠthe	
 ﾠcode	
 ﾠthat	
 ﾠ
deals	
 ﾠwith	
 ﾠthe	
 ﾠabstract	
 ﾠdata	
 ﾠtransformation	
 ﾠshould	
 ﾠbe	
 ﾠimplemented	
 ﾠin	
 ﾠ
the	
 ﾠ data	
 ﾠ model	
 ﾠ object	
 ﾠ and	
 ﾠ the	
 ﾠ code	
 ﾠ that	
 ﾠ implements	
 ﾠ the	
 ﾠ user	
 ﾠ
command	
 ﾠshould	
 ﾠbe	
 ﾠimplemented	
 ﾠin	
 ﾠthe	
 ﾠcontroller	
 ﾠobject.	
 ﾠ	
 ﾠ	
 ﾠ
•  View	
 ﾠobjects	
 ﾠdisplay	
 ﾠthe	
 ﾠinformation	
 ﾠin	
 ﾠthe	
 ﾠdata	
 ﾠmodel	
 ﾠto	
 ﾠthe	
 ﾠuser.	
 ﾠ
View	
 ﾠclass	
 ﾠdesign	
 ﾠruns	
 ﾠfrom	
 ﾠthe	
 ﾠextremely	
 ﾠgeneric	
 ﾠto	
 ﾠthe	
 ﾠvery	
 ﾠspecific;	
 ﾠ
generic	
 ﾠview	
 ﾠclasses	
 ﾠare	
 ﾠprovided	
 ﾠby	
 ﾠthe	
 ﾠframework	
 ﾠto	
 ﾠdisplay	
 ﾠalmost	
 ﾠ
any	
 ﾠ kind	
 ﾠ of	
 ﾠ string,	
 ﾠ number,	
 ﾠ or	
 ﾠ image,	
 ﾠ while	
 ﾠ it	
 ﾠ is	
 ﾠ more	
 ﾠ likely	
 ﾠ to	
 ﾠ
implement	
 ﾠ very	
 ﾠ specific	
 ﾠ view	
 ﾠ objects	
 ﾠ designed	
 ﾠ for	
 ﾠ the	
 ﾠ application.	
 ﾠ
View	
 ﾠ objects	
 ﾠ also	
 ﾠ interact	
 ﾠ with	
 ﾠ the	
 ﾠ user	
 ﾠ and	
 ﾠ initiate	
 ﾠ actions	
 ﾠ by	
 ﾠ
interpreting	
 ﾠ user-ﾭ‐initiated	
 ﾠ events,	
 ﾠ such	
 ﾠ as	
 ﾠ mouse	
 ﾠ movement	
 ﾠ and	
 ﾠ
keystrokes.	
 ﾠIt	
 ﾠconverts	
 ﾠthose	
 ﾠevents	
 ﾠinto	
 ﾠactions	
 ﾠthat	
 ﾠare	
 ﾠpassed	
 ﾠto	
 ﾠthe	
 ﾠ
controller	
 ﾠ object	
 ﾠ for	
 ﾠ execution.	
 ﾠ The	
 ﾠ event	
 ﾠ and	
 ﾠ resulting	
 ﾠ action	
 ﾠ are	
 ﾠ
often	
 ﾠvery	
 ﾠsimple;	
 ﾠclicking	
 ﾠthe	
 ﾠmouse	
 ﾠover	
 ﾠa	
 ﾠbutton	
 ﾠobject	
 ﾠwill	
 ﾠsend	
 ﾠan	
 ﾠ
action	
 ﾠmessage
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 ﾠto	
 ﾠa	
 ﾠcontroller.	
 ﾠComplex	
 ﾠgestures,	
 ﾠlike	
 ﾠdrag-ﾭ‐and-ﾭ‐	
 ﾠdrop,	
 ﾠ
are	
 ﾠmore	
 ﾠinvolved.	
 ﾠ
•  Controller	
 ﾠobjects	
 ﾠimplement	
 ﾠapplication’s	
 ﾠactions.	
 ﾠActions	
 ﾠare	
 ﾠusually	
 ﾠ
initiated	
 ﾠby	
 ﾠview	
 ﾠobjects	
 ﾠin	
 ﾠresponse	
 ﾠto	
 ﾠuser	
 ﾠevents.	
 ﾠ
The	
 ﾠother	
 ﾠaspect	
 ﾠof	
 ﾠthe	
 ﾠModel-ﾭ‐View-ﾭ‐Controller	
 ﾠdesign	
 ﾠis	
 ﾠthe	
 ﾠcommunication	
 ﾠ
between	
 ﾠ the	
 ﾠ data	
 ﾠ model,	
 ﾠ controller,	
 ﾠ and	
 ﾠ view	
 ﾠ objects.	
 ﾠ The	
 ﾠ fundamentals	
 ﾠ
communication	
 ﾠpaths	
 ﾠare	
 ﾠillustrated	
 ﾠin	
 ﾠFigure	
 ﾠ2.	
 ﾠ
	
 ﾠ
	
 ﾠ
FIGURE	
 ﾠ3.2	
 ﾠ-ﾭ‐	
 ﾠFUNDAMENTAL	
 ﾠMVC	
 ﾠCOMMUNICATIONS	
 ﾠ
	
 ﾠ
When	
 ﾠthe	
 ﾠuser	
 ﾠdoes	
 ﾠsomething,	
 ﾠlike	
 ﾠtyping	
 ﾠa	
 ﾠkeyboard	
 ﾠshortcut,	
 ﾠa	
 ﾠview	
 ﾠobject	
 ﾠ
interprets	
 ﾠ it	
 ﾠ and	
 ﾠ sends	
 ﾠ an	
 ﾠ action	
 ﾠ message	
 ﾠ to	
 ﾠ the	
 ﾠ controller	
 ﾠ object.	
 ﾠ The	
 ﾠ
controller	
 ﾠobject	
 ﾠperforms	
 ﾠthe	
 ﾠaction,	
 ﾠwhich	
 ﾠoften	
 ﾠinvolves	
 ﾠsending	
 ﾠmessages	
 ﾠ
to	
 ﾠ the	
 ﾠ data	
 ﾠ model	
 ﾠ object.	
 ﾠ When	
 ﾠ the	
 ﾠ data	
 ﾠ model	
 ﾠ changes,	
 ﾠ it	
 ﾠ notifies	
 ﾠ its	
 ﾠ
observers	
 ﾠby	
 ﾠsending	
 ﾠmessages	
 ﾠto	
 ﾠthe	
 ﾠview	
 ﾠobject,	
 ﾠwhich	
 ﾠupdates	
 ﾠthe	
 ﾠdisplay.	
 ﾠ
	
 ﾠ
3.2.2  MVC	
 ﾠVARIATIONS	
 ﾠ
There’s	
 ﾠ a	
 ﾠ lot	
 ﾠ of	
 ﾠ latitude	
 ﾠ to	
 ﾠ the	
 ﾠ basic	
 ﾠ MVC	
 ﾠ model.	
 ﾠ Roles	
 ﾠ can	
 ﾠ blend	
 ﾠ or	
 ﾠ use	
 ﾠ
alternate	
 ﾠcommunication	
 ﾠpaths.	
 ﾠThe	
 ﾠnext	
 ﾠfew	
 ﾠsections	
 ﾠdescribe	
 ﾠthe	
 ﾠsignificant	
 ﾠ
variants.	
 ﾠ
	
 ﾠCOMBINED	
 ﾠCONTROLLER	
 ﾠAND	
 ﾠDATA	
 ﾠMODEL	
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 ﾠFor	
 ﾠmore	
 ﾠdetails	
 ﾠabout	
 ﾠsending	
 ﾠmessages,	
 ﾠsee	
 ﾠnote	
 ﾠ13	
 ﾠ	
 ﾠ 	
 ﾠ
	
 ﾠ
	
 ﾠ
The	
 ﾠcontroller	
 ﾠand	
 ﾠdata	
 ﾠmodel	
 ﾠmay	
 ﾠbe	
 ﾠthe	
 ﾠsame	
 ﾠobject,	
 ﾠas	
 ﾠshown	
 ﾠin	
 ﾠFigure	
 ﾠ3.	
 ﾠ
This	
 ﾠ is	
 ﾠ often	
 ﾠ the	
 ﾠ case	
 ﾠ when	
 ﾠ the	
 ﾠ data	
 ﾠ model	
 ﾠ is	
 ﾠ trivial.	
 ﾠ Technically,	
 ﾠ a	
 ﾠ single	
 ﾠ
integer	
 ﾠis	
 ﾠa	
 ﾠdata	
 ﾠmodel,	
 ﾠbut	
 ﾠit	
 ﾠwould	
 ﾠbe	
 ﾠa	
 ﾠwaste	
 ﾠof	
 ﾠour	
 ﾠprogramming	
 ﾠtalent	
 ﾠto	
 ﾠ
create	
 ﾠa	
 ﾠdata	
 ﾠmodel	
 ﾠclass	
 ﾠjust	
 ﾠto	
 ﾠencapsulate	
 ﾠone	
 ﾠnumber.	
 ﾠInstead,	
 ﾠthe	
 ﾠvalue	
 ﾠis	
 ﾠ
stored	
 ﾠin	
 ﾠthe	
 ﾠcontroller	
 ﾠand	
 ﾠattached	
 ﾠto	
 ﾠa	
 ﾠview	
 ﾠobject	
 ﾠfor	
 ﾠdisplay.	
 ﾠ
	
 ﾠ
FIGURE	
 ﾠ3.3	
 ﾠ-ﾭ‐	
 ﾠCOMBINED	
 ﾠCONTROLLER	
 ﾠAND	
 ﾠDATA	
 ﾠMODEL	
 ﾠ
This	
 ﾠlimits	
 ﾠthe	
 ﾠmodularity	
 ﾠof	
 ﾠthe	
 ﾠdesign.	
 ﾠHowever,	
 ﾠunless	
 ﾠthe	
 ﾠdata	
 ﾠmodel	
 ﾠand	
 ﾠ
controller	
 ﾠ are	
 ﾠ inappropriately	
 ﾠ entangled,	
 ﾠ it	
 ﾠ should	
 ﾠ be	
 ﾠ easy	
 ﾠ to	
 ﾠ refactor	
 ﾠ the	
 ﾠ
application	
 ﾠ into	
 ﾠ separate	
 ﾠ controller	
 ﾠ and	
 ﾠ data	
 ﾠ model	
 ﾠ classes	
 ﾠ in	
 ﾠ the	
 ﾠ future,	
 ﾠ
without	
 ﾠ disrupting	
 ﾠ our	
 ﾠ design.	
 ﾠ The	
 ﾠ key	
 ﾠ is	
 ﾠ to	
 ﾠ keep	
 ﾠ the	
 ﾠ concept	
 ﾠ of	
 ﾠ the	
 ﾠ data	
 ﾠ
model	
 ﾠindependent	
 ﾠof	
 ﾠthe	
 ﾠcontroller,	
 ﾠeven	
 ﾠwhile	
 ﾠthey	
 ﾠoccupy	
 ﾠthe	
 ﾠsame	
 ﾠobject.	
 ﾠ
MEDIATING	
 ﾠCONTROLLER	
 ﾠ
A	
 ﾠ popular	
 ﾠ variation	
 ﾠ of	
 ﾠ the	
 ﾠ Model-ﾭ‐View-ﾭ‐Controller	
 ﾠ design	
 ﾠ pattern	
 ﾠ is	
 ﾠ the	
 ﾠ
mediated	
 ﾠMVC	
 ﾠpattern,	
 ﾠas	
 ﾠshown	
 ﾠin	
 ﾠFigure	
 ﾠ4.	
 ﾠThis	
 ﾠpattern	
 ﾠappears	
 ﾠrepeatedly	
 ﾠ
in	
 ﾠthe	
 ﾠCocoa	
 ﾠframework
5.	
 ﾠ
	
 ﾠ
FIGURE	
 ﾠ3.4	
 ﾠ-ﾭ‐	
 ﾠMEDIATED	
 ﾠMODEL-ﾭ‐VIEW-ﾭ‐CONTROLLER	
 ﾠDESIGN	
 ﾠPATTERN	
 ﾠ
In	
 ﾠa	
 ﾠmediated	
 ﾠMVC	
 ﾠdesign,	
 ﾠthe	
 ﾠcontroller	
 ﾠalso	
 ﾠacts	
 ﾠas	
 ﾠthe	
 ﾠdata	
 ﾠmodel	
 ﾠfor	
 ﾠthe	
 ﾠ
view.	
 ﾠIt	
 ﾠis	
 ﾠa	
 ﾠdata	
 ﾠmodel	
 ﾠproxy.	
 ﾠThe	
 ﾠmediating	
 ﾠcontroller	
 ﾠpasses	
 ﾠdata	
 ﾠmodel	
 ﾠ
messages	
 ﾠto	
 ﾠthe	
 ﾠactual	
 ﾠdata	
 ﾠmodel,	
 ﾠand	
 ﾠforwards	
 ﾠany	
 ﾠchange	
 ﾠnotifications	
 ﾠ
from	
 ﾠthe	
 ﾠdata	
 ﾠmodel	
 ﾠon	
 ﾠto	
 ﾠits	
 ﾠobservers.	
 ﾠ
This	
 ﾠ design	
 ﾠ is	
 ﾠ particularly	
 ﾠ well	
 ﾠ suited	
 ﾠ to	
 ﾠ database	
 ﾠ applications.	
 ﾠ The	
 ﾠ
data	
 ﾠ model	
 ﾠ object	
 ﾠ encapsulates	
 ﾠ the	
 ﾠ raw	
 ﾠ data.	
 ﾠ It	
 ﾠ takes	
 ﾠ responsibility	
 ﾠ for	
 ﾠ
fetching	
 ﾠ the	
 ﾠ data	
 ﾠ from	
 ﾠ a	
 ﾠ persistent	
 ﾠ store,	
 ﾠ caching	
 ﾠ it,	
 ﾠ and	
 ﾠ performing	
 ﾠ any	
 ﾠ
alterations	
 ﾠ to	
 ﾠ it.	
 ﾠ The	
 ﾠ controller	
 ﾠ object	
 ﾠ performs	
 ﾠ it	
 ﾠ normal	
 ﾠ role,	
 ﾠ but	
 ﾠ also	
 ﾠ
presents	
 ﾠthe	
 ﾠdata,	
 ﾠas	
 ﾠit	
 ﾠwill	
 ﾠappear	
 ﾠin	
 ﾠthe	
 ﾠapplication,	
 ﾠto	
 ﾠthe	
 ﾠview	
 ﾠobjects.	
 ﾠThis	
 ﾠ
might	
 ﾠinvolve	
 ﾠfiltering,	
 ﾠsorting,	
 ﾠand	
 ﾠtransforming	
 ﾠthe	
 ﾠdata.	
 ﾠHow	
 ﾠthe	
 ﾠdata	
 ﾠis	
 ﾠ
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5	
 ﾠfor	
 ﾠmore	
 ﾠdetails	
 ﾠabout	
 ﾠCocoa	
 ﾠsee	
 ﾠparagraph	
 ﾠ3.3	
 ﾠ	
 ﾠ
sorted,	
 ﾠthe	
 ﾠuser’s	
 ﾠcurrent	
 ﾠselection	
 ﾠin	
 ﾠthe	
 ﾠtable,	
 ﾠand	
 ﾠso	
 ﾠon,	
 ﾠare	
 ﾠspecific	
 ﾠto	
 ﾠthe	
 ﾠ
application,	
 ﾠnot	
 ﾠthe	
 ﾠdata.	
 ﾠFrom	
 ﾠthe	
 ﾠview	
 ﾠobject’s	
 ﾠperspective,	
 ﾠthe	
 ﾠcontroller	
 ﾠis	
 ﾠ
the	
 ﾠdata	
 ﾠmodel.	
 ﾠThe	
 ﾠview	
 ﾠdisplays	
 ﾠthe	
 ﾠsorted,	
 ﾠfiltered,	
 ﾠand	
 ﾠtransformed	
 ﾠdata	
 ﾠ
presented	
 ﾠ to	
 ﾠ it	
 ﾠ by	
 ﾠ the	
 ﾠ controller,	
 ﾠ and	
 ﾠ has	
 ﾠ no	
 ﾠ direct	
 ﾠ knowledge	
 ﾠ of	
 ﾠ the	
 ﾠ
underlying	
 ﾠdata	
 ﾠmodel.	
 ﾠ
DIRECT	
 ﾠVIEW	
 ﾠAND	
 ﾠDATA	
 ﾠMODEL	
 ﾠBINDING	
 ﾠ
Often,	
 ﾠthere’s	
 ﾠno	
 ﾠ“action”	
 ﾠper	
 ﾠse	
 ﾠassociated	
 ﾠwith	
 ﾠa	
 ﾠchange	
 ﾠto	
 ﾠa	
 ﾠdisplayed	
 ﾠvalue.	
 ﾠ
If	
 ﾠthe	
 ﾠview	
 ﾠobject	
 ﾠis	
 ﾠdisplaying	
 ﾠa	
 ﾠsimple	
 ﾠvalue	
 ﾠ(a	
 ﾠnumber,	
 ﾠstring,	
 ﾠor	
 ﾠBoolean),	
 ﾠit	
 ﾠ
can	
 ﾠ communicate	
 ﾠ changes	
 ﾠ directly	
 ﾠ to	
 ﾠ the	
 ﾠ data	
 ﾠ model	
 ﾠ object,	
 ﾠ as	
 ﾠ shown	
 ﾠ in	
 ﾠ
Figure	
 ﾠ5.	
 ﾠ
	
 ﾠ
FIGURE	
 ﾠ3.5	
 ﾠ-ﾭ‐	
 ﾠDIRECT	
 ﾠDATA	
 ﾠMODEL	
 ﾠAND	
 ﾠVIEW	
 ﾠBINDING	
 ﾠ
The	
 ﾠrelationship	
 ﾠbetween	
 ﾠthe	
 ﾠdata	
 ﾠmodel	
 ﾠproperty	
 ﾠand	
 ﾠthe	
 ﾠview	
 ﾠis	
 ﾠdescribed	
 ﾠ
as	
 ﾠ a	
 ﾠ binding.	
 ﾠ The	
 ﾠ view	
 ﾠ object	
 ﾠ displays	
 ﾠ the	
 ﾠ value	
 ﾠ and	
 ﾠ updates	
 ﾠ its	
 ﾠ display	
 ﾠ
whenever	
 ﾠthe	
 ﾠvalue	
 ﾠchanges	
 ﾠ(via	
 ﾠobserving).	
 ﾠIf	
 ﾠthe	
 ﾠuser	
 ﾠedits	
 ﾠthe	
 ﾠdisplayed	
 ﾠ
value,	
 ﾠthe	
 ﾠview	
 ﾠobject	
 ﾠcommunicates	
 ﾠthat	
 ﾠto	
 ﾠthe	
 ﾠdata	
 ﾠmodel	
 ﾠby	
 ﾠsetting	
 ﾠthe	
 ﾠ
new	
 ﾠvalue	
 ﾠdirectly.	
 ﾠThere	
 ﾠare	
 ﾠsome	
 ﾠother	
 ﾠcommon	
 ﾠvariations	
 ﾠto	
 ﾠthe	
 ﾠbasic	
 ﾠMVC	
 ﾠ
design	
 ﾠpattern	
 ﾠbut	
 ﾠthese	
 ﾠwhere	
 ﾠthe	
 ﾠmost	
 ﾠimportant	
 ﾠones.	
 ﾠ
3.2.3  ADVANTAGES	
 ﾠOF	
 ﾠMVC	
 ﾠ
At	
 ﾠ first	
 ﾠ blush,	
 ﾠ it	
 ﾠ seems	
 ﾠ like	
 ﾠ MVC	
 ﾠ creates	
 ﾠ a	
 ﾠ lot	
 ﾠ of	
 ﾠ additional	
 ﾠ work	
 ﾠ for	
 ﾠ the	
 ﾠ
programmer,	
 ﾠ taking	
 ﾠ what	
 ﾠ could	
 ﾠ be	
 ﾠ a	
 ﾠ single	
 ﾠ object	
 ﾠ and	
 ﾠ breaking	
 ﾠ it	
 ﾠ up	
 ﾠ into	
 ﾠ
multiple	
 ﾠ objects	
 ﾠ with	
 ﾠ complex	
 ﾠ communications.	
 ﾠ In	
 ﾠ a	
 ﾠ very	
 ﾠ small	
 ﾠ set	
 ﾠ of	
 ﾠ
circumstances,	
 ﾠthis	
 ﾠwould	
 ﾠbe	
 ﾠright,	
 ﾠbut	
 ﾠmost	
 ﾠapplications	
 ﾠare	
 ﾠnot	
 ﾠsimple,	
 ﾠor	
 ﾠdo	
 ﾠ
not	
 ﾠ remain	
 ﾠ simple.	
 ﾠ MVC	
 ﾠ is,	
 ﾠ in	
 ﾠ many	
 ﾠ respects,	
 ﾠ like	
 ﾠ object-ﾭ‐oriented	
 ﾠ
programming	
 ﾠitself.	
 ﾠIt’s	
 ﾠa	
 ﾠdiscipline	
 ﾠthat	
 ﾠoccasionally	
 ﾠcreates	
 ﾠmore	
 ﾠwork,	
 ﾠbut	
 ﾠ
more	
 ﾠoften	
 ﾠallows	
 ﾠfor	
 ﾠthe	
 ﾠdesign	
 ﾠof	
 ﾠlarge,	
 ﾠelegant,	
 ﾠflexible,	
 ﾠand	
 ﾠsophisticated	
 ﾠ
applications	
 ﾠthat	
 ﾠare	
 ﾠboth	
 ﾠcomprehensible	
 ﾠand	
 ﾠwell	
 ﾠbehaved.	
 ﾠ
The	
 ﾠ following	
 ﾠ sections	
 ﾠ highlight	
 ﾠ some	
 ﾠ of	
 ﾠ the	
 ﾠ significant	
 ﾠ advantages	
 ﾠ of	
 ﾠ
employing	
 ﾠthe	
 ﾠModel-ﾭ‐	
 ﾠView-ﾭ‐Controller	
 ﾠdesign	
 ﾠpattern.	
 ﾠ
MODULARITY	
 ﾠ	
 ﾠ 	
 ﾠ
	
 ﾠ
	
 ﾠ
The	
 ﾠ Model-ﾭ‐View-ﾭ‐Controller	
 ﾠ design	
 ﾠ pattern	
 ﾠ is	
 ﾠ an	
 ﾠ extension	
 ﾠ of	
 ﾠ the	
 ﾠ computer	
 ﾠ
science	
 ﾠprinciples	
 ﾠof	
 ﾠseparation	
 ﾠof	
 ﾠconcern	
 ﾠand	
 ﾠencapsulation.	
 ﾠIt	
 ﾠencourages	
 ﾠ
the	
 ﾠ programmer	
 ﾠ to	
 ﾠ identify	
 ﾠ the	
 ﾠ roles	
 ﾠ that	
 ﾠ the	
 ﾠ application	
 ﾠ plays	
 ﾠ and	
 ﾠ
compartmentalize	
 ﾠthose	
 ﾠroles	
 ﾠinto	
 ﾠdistinct	
 ﾠobjects.	
 ﾠ
These	
 ﾠ principles	
 ﾠ improve	
 ﾠ the	
 ﾠ MVC	
 ﾠ design	
 ﾠ for	
 ﾠ all	
 ﾠ the	
 ﾠ same	
 ﾠ reasons	
 ﾠ they	
 ﾠ
improve	
 ﾠobject-ﾭ‐	
 ﾠoriented	
 ﾠprogramming	
 ﾠin	
 ﾠgeneral.	
 ﾠThey	
 ﾠlocalize	
 ﾠinterrelated	
 ﾠ
functionality	
 ﾠinto	
 ﾠcontainers	
 ﾠwith	
 ﾠidentifiable	
 ﾠboundaries.	
 ﾠChanges	
 ﾠto	
 ﾠa	
 ﾠclass	
 ﾠ
tend	
 ﾠ to	
 ﾠ be	
 ﾠ localized.	
 ﾠ When	
 ﾠ the	
 ﾠ change	
 ﾠ affects	
 ﾠ other	
 ﾠ classes,	
 ﾠ it’s	
 ﾠ easier	
 ﾠ to	
 ﾠ
analyze	
 ﾠhow	
 ﾠthey	
 ﾠwill	
 ﾠbe	
 ﾠaffected	
 ﾠsince	
 ﾠthe	
 ﾠinterface	
 ﾠto	
 ﾠthe	
 ﾠchanged	
 ﾠclass	
 ﾠis	
 ﾠ
well	
 ﾠdefined.	
 ﾠThey	
 ﾠcan	
 ﾠlater	
 ﾠbe	
 ﾠsubclassed,	
 ﾠreplaced,	
 ﾠor	
 ﾠreused	
 ﾠwith	
 ﾠlittle	
 ﾠor	
 ﾠno	
 ﾠ
impact	
 ﾠon	
 ﾠthe	
 ﾠrest	
 ﾠof	
 ﾠthe	
 ﾠdesign.	
 ﾠ
FLEXIBILITY	
 ﾠ
One	
 ﾠof	
 ﾠthe	
 ﾠgreatest	
 ﾠstrengths	
 ﾠof	
 ﾠthe	
 ﾠModel-ﾭ‐View-ﾭ‐Controller	
 ﾠdesign	
 ﾠpattern	
 ﾠis	
 ﾠ
its	
 ﾠflexibility.	
 ﾠBy	
 ﾠseparating	
 ﾠthe	
 ﾠdata	
 ﾠmodel	
 ﾠand	
 ﾠcontroller	
 ﾠconcerns	
 ﾠfrom	
 ﾠthe	
 ﾠ
display	
 ﾠview,	
 ﾠthe	
 ﾠtwo	
 ﾠcan	
 ﾠbe	
 ﾠmixed	
 ﾠand	
 ﾠmatched	
 ﾠat	
 ﾠwill.	
 ﾠMVC’s	
 ﾠmost	
 ﾠpowerful	
 ﾠ
feature	
 ﾠ is	
 ﾠ probably	
 ﾠ the	
 ﾠ ability	
 ﾠ to	
 ﾠ effortlessly	
 ﾠ replace	
 ﾠ view	
 ﾠ objects,	
 ﾠ or	
 ﾠ use	
 ﾠ
multiple	
 ﾠview	
 ﾠobjects,	
 ﾠwithout	
 ﾠchanging	
 ﾠthe	
 ﾠdata	
 ﾠmodel	
 ﾠor	
 ﾠcontroller.	
 ﾠ
REUSE	
 ﾠ
Reuse	
 ﾠis	
 ﾠclosely	
 ﾠrelated	
 ﾠto	
 ﾠflexibility.	
 ﾠBy	
 ﾠabstracting	
 ﾠthe	
 ﾠfunctionality	
 ﾠof	
 ﾠthe	
 ﾠ
classes,	
 ﾠthe	
 ﾠprogrammer	
 ﾠcan	
 ﾠreuse	
 ﾠobjects	
 ﾠin	
 ﾠother	
 ﾠapplications	
 ﾠor	
 ﾠfor	
 ﾠother	
 ﾠ
purposes.	
 ﾠ The	
 ﾠ most	
 ﾠ commonly	
 ﾠ reused	
 ﾠ objects	
 ﾠ are	
 ﾠ data	
 ﾠ model	
 ﾠ and	
 ﾠ view	
 ﾠ
objects.	
 ﾠFor	
 ﾠexample	
 ﾠthe	
 ﾠcore	
 ﾠCocoa	
 ﾠview	
 ﾠobjects	
 ﾠ(buttons,	
 ﾠtext	
 ﾠfields,	
 ﾠimage	
 ﾠ
viewers)	
 ﾠ are	
 ﾠ reused	
 ﾠ daily	
 ﾠ for	
 ﾠ thousands	
 ﾠ of	
 ﾠ different	
 ﾠ purposes,	
 ﾠ just	
 ﾠ by	
 ﾠ
connecting	
 ﾠthem	
 ﾠto	
 ﾠdifferent	
 ﾠdata	
 ﾠmodel	
 ﾠand	
 ﾠcontroller	
 ﾠobjects.	
 ﾠ
3.3  COCOA	
 ﾠENVIRONMENT	
 ﾠ
Cocoa	
 ﾠis	
 ﾠan	
 ﾠapplication	
 ﾠenvironment	
 ﾠfor	
 ﾠboth	
 ﾠthe	
 ﾠMac	
 ﾠOS	
 ﾠX	
 ﾠoperating	
 ﾠsystem	
 ﾠ
and	
 ﾠiOS,	
 ﾠthe	
 ﾠoperating	
 ﾠsystem	
 ﾠused	
 ﾠon	
 ﾠMulti-ﾭ‐Touch	
 ﾠdevices	
 ﾠsuch	
 ﾠas	
 ﾠiPhone,	
 ﾠ
iPad,	
 ﾠand	
 ﾠiPod	
 ﾠtouch.	
 ﾠIt	
 ﾠconsists	
 ﾠof	
 ﾠa	
 ﾠsuite	
 ﾠof	
 ﾠobject-ﾭ‐oriented	
 ﾠsoftware	
 ﾠlibraries,	
 ﾠ
a	
 ﾠ runtime	
 ﾠ system,	
 ﾠ and	
 ﾠ an	
 ﾠ integrated	
 ﾠ development	
 ﾠ environment	
 ﾠ (Cocoa	
 ﾠ
Fundamentals	
 ﾠ Guide).	
 ﾠ More	
 ﾠ specifically	
 ﾠ it	
 ﾠ is	
 ﾠ a	
 ﾠ set	
 ﾠ of	
 ﾠ object-ﾭ‐oriented	
 ﾠ
frameworks	
 ﾠthat	
 ﾠprovides	
 ﾠa	
 ﾠruntime	
 ﾠenvironment	
 ﾠfor	
 ﾠapplications	
 ﾠrunning	
 ﾠin	
 ﾠ
Mac	
 ﾠOS	
 ﾠX	
 ﾠand	
 ﾠiOS.	
 ﾠ
In	
 ﾠthis	
 ﾠparagraph	
 ﾠand	
 ﾠin	
 ﾠthe	
 ﾠfollowing	
 ﾠone	
 ﾠwe	
 ﾠwill	
 ﾠdiscuss	
 ﾠabout	
 ﾠCocoa	
 ﾠand	
 ﾠ
Cocoa	
 ﾠTouch,	
 ﾠthe	
 ﾠtwo	
 ﾠlayers	
 ﾠ(seen	
 ﾠas	
 ﾠsets	
 ﾠof	
 ﾠframeworks)	
 ﾠused	
 ﾠfor	
 ﾠdeveloping,	
 ﾠ
respectively,	
 ﾠAppKid	
 ﾠand	
 ﾠthe	
 ﾠapp	
 ﾠgenerator.	
 ﾠIn	
 ﾠaddition	
 ﾠwe	
 ﾠwill	
 ﾠexplain	
 ﾠhow	
 ﾠ
they	
 ﾠfit	
 ﾠin	
 ﾠthe	
 ﾠsoftware	
 ﾠarchitectures	
 ﾠof	
 ﾠMac	
 ﾠOS	
 ﾠX	
 ﾠand	
 ﾠiOS.	
 ﾠ
3.3.1  MAC	
 ﾠOS	
 ﾠX	
 ﾠAT	
 ﾠA	
 ﾠGLANCE	
 ﾠ
Mac	
 ﾠOS	
 ﾠX	
 ﾠis	
 ﾠorganized	
 ﾠas	
 ﾠa	
 ﾠset	
 ﾠof	
 ﾠlayers.	
 ﾠAt	
 ﾠthe	
 ﾠlower	
 ﾠlayers	
 ﾠof	
 ﾠthe	
 ﾠsystem	
 ﾠare	
 ﾠ
the	
 ﾠ fundamental	
 ﾠ services	
 ﾠ on	
 ﾠ which	
 ﾠ all	
 ﾠ software	
 ﾠ relies.	
 ﾠ Subsequent	
 ﾠ layers	
 ﾠ
contain	
 ﾠ more	
 ﾠ sophisticated	
 ﾠ services	
 ﾠ and	
 ﾠ technologies	
 ﾠ that	
 ﾠ build	
 ﾠ on	
 ﾠ (or	
 ﾠ	
 ﾠ
complement)	
 ﾠ the	
 ﾠ layers	
 ﾠ below.	
 ﾠ Figure	
 ﾠ 6	
 ﾠ provides	
 ﾠ a	
 ﾠ graphical	
 ﾠ view	
 ﾠ of	
 ﾠ this	
 ﾠ
layered	
 ﾠapproach	
 ﾠ(Mac OS X Technology Overview).	
 ﾠ
	
 ﾠ
FIGURE	
 ﾠ3.6	
 ﾠ-ﾭ‐	
 ﾠTHE	
 ﾠLAYERS	
 ﾠOF	
 ﾠMAC	
 ﾠOS	
 ﾠX	
 ﾠ
The	
 ﾠlower	
 ﾠthe	
 ﾠlayer	
 ﾠa	
 ﾠtechnology	
 ﾠis	
 ﾠin,	
 ﾠthe	
 ﾠmore	
 ﾠspecialized	
 ﾠare	
 ﾠthe	
 ﾠservices	
 ﾠit	
 ﾠ
provides.	
 ﾠ Generally,	
 ﾠ technologies	
 ﾠ in	
 ﾠ higher	
 ﾠ layers	
 ﾠ incorporate	
 ﾠ lower-ﾭ‐level	
 ﾠ
technologies	
 ﾠto	
 ﾠprovide	
 ﾠcommon	
 ﾠapp	
 ﾠbehaviors.	
 ﾠWhen	
 ﾠdeveloping	
 ﾠa	
 ﾠCocoa	
 ﾠ
app,	
 ﾠthe	
 ﾠdeveloper	
 ﾠshould	
 ﾠalways	
 ﾠuse	
 ﾠthe	
 ﾠhighest-ﾭ‐level	
 ﾠprogramming	
 ﾠinterface	
 ﾠ
that	
 ﾠmeets	
 ﾠthe	
 ﾠgoals	
 ﾠof	
 ﾠthe	
 ﾠapp.	
 ﾠThe	
 ﾠlayers	
 ﾠ(starting	
 ﾠfrom	
 ﾠthe	
 ﾠtop)	
 ﾠare:	
 ﾠ
	
 ﾠ
•  The	
 ﾠCocoa	
 ﾠapplication	
 ﾠlayer	
 ﾠincorporates	
 ﾠtechnologies	
 ﾠfor	
 ﾠbuilding	
 ﾠan	
 ﾠ
app’s	
 ﾠuser	
 ﾠinterface,	
 ﾠfor	
 ﾠresponding	
 ﾠto	
 ﾠuser	
 ﾠevents,	
 ﾠand	
 ﾠfor	
 ﾠmanaging	
 ﾠ
app	
 ﾠbehavior.	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ
•  The	
 ﾠ Media	
 ﾠ layer	
 ﾠ implements	
 ﾠ specialized	
 ﾠ technologies	
 ﾠ for	
 ﾠ playing,	
 ﾠ
recording,	
 ﾠ and	
 ﾠ editing	
 ﾠ audiovisual	
 ﾠ media	
 ﾠ and	
 ﾠ for	
 ﾠ rendering	
 ﾠ and	
 ﾠ
animating	
 ﾠ2D	
 ﾠand	
 ﾠ3D	
 ﾠgraphics.	
 ﾠ
•  The	
 ﾠ Core	
 ﾠ Services	
 ﾠ layer	
 ﾠ contains	
 ﾠ several	
 ﾠ core	
 ﾠ services	
 ﾠ and	
 ﾠ
technologies,	
 ﾠ including	
 ﾠ collection	
 ﾠ management,	
 ﾠ data	
 ﾠ formatting,	
 ﾠ
memory	
 ﾠ management,	
 ﾠ string	
 ﾠ manipulation,	
 ﾠ process	
 ﾠ management,	
 ﾠ
data-ﾭ‐model	
 ﾠ management,	
 ﾠ XML	
 ﾠ parsing,	
 ﾠ stream-ﾭ‐based	
 ﾠ I/O,	
 ﾠ low-ﾭ‐level	
 ﾠ
network	
 ﾠcommunication,	
 ﾠand	
 ﾠmany	
 ﾠothers.	
 ﾠ
•  The	
 ﾠCore	
 ﾠOS	
 ﾠlayer	
 ﾠdefines	
 ﾠprogramming	
 ﾠinterfaces	
 ﾠthat	
 ﾠare	
 ﾠrelated	
 ﾠto	
 ﾠ
hardware	
 ﾠ and	
 ﾠ networking.	
 ﾠ It	
 ﾠ provides	
 ﾠ services	
 ﾠ for	
 ﾠ accessing	
 ﾠ
information	
 ﾠabout	
 ﾠnetwork	
 ﾠusers	
 ﾠand	
 ﾠresources,	
 ﾠfor	
 ﾠdetermining	
 ﾠthe	
 ﾠ
reachability	
 ﾠof	
 ﾠremote	
 ﾠhosts,	
 ﾠand	
 ﾠfor	
 ﾠenabling	
 ﾠaccess	
 ﾠto	
 ﾠdevices	
 ﾠand	
 ﾠ
services	
 ﾠon	
 ﾠa	
 ﾠnetwork.	
 ﾠIt	
 ﾠalso	
 ﾠpublishes	
 ﾠinterfaces	
 ﾠfor	
 ﾠrunning	
 ﾠhigh-ﾭ‐
performance	
 ﾠcomputation	
 ﾠtasks	
 ﾠon	
 ﾠa	
 ﾠcomputer’s	
 ﾠCPU	
 ﾠand	
 ﾠGPU.	
 ﾠ
•  The	
 ﾠKernel	
 ﾠand	
 ﾠDevice	
 ﾠDrivers	
 ﾠlayer,	
 ﾠalso	
 ﾠknown	
 ﾠas	
 ﾠDarwin
6,	
 ﾠconsists	
 ﾠof	
 ﾠ
the	
 ﾠMach	
 ﾠkernel	
 ﾠenvironment,	
 ﾠdevice	
 ﾠdrivers,	
 ﾠBSD	
 ﾠlibrary	
 ﾠfunctions,	
 ﾠ
and	
 ﾠother	
 ﾠlow-ﾭ‐level	
 ﾠcomponents.	
 ﾠThe	
 ﾠlayer	
 ﾠincludes	
 ﾠsupport	
 ﾠfor	
 ﾠfile	
 ﾠ
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6	
 ﾠThe	
 ﾠkernel,	
 ﾠalong	
 ﾠwith	
 ﾠother	
 ﾠcore	
 ﾠparts	
 ﾠof	
 ﾠMac	
 ﾠOS	
 ﾠX	
 ﾠare	
 ﾠcollectively	
 ﾠreferred	
 ﾠto	
 ﾠas	
 ﾠDarwin.	
 ﾠ
Darwin	
 ﾠis	
 ﾠa	
 ﾠcomplete	
 ﾠoperating	
 ﾠsystem	
 ﾠbased	
 ﾠon	
 ﾠmany	
 ﾠof	
 ﾠthe	
 ﾠsame	
 ﾠtechnologies	
 ﾠthat	
 ﾠunderlie	
 ﾠ
Mac	
 ﾠOS	
 ﾠX.	
 ﾠHowever,	
 ﾠDarwin	
 ﾠdoes	
 ﾠnot	
 ﾠinclude	
 ﾠApple’s	
 ﾠproprietary	
 ﾠgraphics	
 ﾠor	
 ﾠapplications	
 ﾠlayers,	
 ﾠ
such	
 ﾠas	
 ﾠQuartz,	
 ﾠQuickTime,	
 ﾠCocoa,	
 ﾠCarbon,	
 ﾠor	
 ﾠOpenGL	
 ﾠ(Kernel Programming Guide)	
 ﾠ	
 ﾠ 	
 ﾠ
	
 ﾠ
	
 ﾠ
systems,	
 ﾠ networking,	
 ﾠ security,	
 ﾠ interprocess	
 ﾠ communication,	
 ﾠ
programming	
 ﾠlanguages,	
 ﾠdevice	
 ﾠdrivers,	
 ﾠand	
 ﾠextensions	
 ﾠto	
 ﾠthe	
 ﾠkernel.	
 ﾠ
3.3.2  HOW	
 ﾠCOCOA	
 ﾠFITS	
 ﾠINTO	
 ﾠMAC	
 ﾠOS	
 ﾠX	
 ﾠ
	
 ﾠ
FIGURE	
 ﾠ3.7	
 ﾠ-ﾭ‐	
 ﾠCOCOA	
 ﾠIN	
 ﾠTHE	
 ﾠARCHITECTURE	
 ﾠOF	
 ﾠMAC	
 ﾠOS	
 ﾠX	
 ﾠ
In	
 ﾠMac	
 ﾠOS	
 ﾠX,	
 ﾠCocoa	
 ﾠhas	
 ﾠtwo	
 ﾠcore	
 ﾠObjective-ﾭ‐C	
 ﾠframeworks	
 ﾠthat	
 ﾠare	
 ﾠessential	
 ﾠto	
 ﾠ
application	
 ﾠdevelopment	
 ﾠfor	
 ﾠMac	
 ﾠOS	
 ﾠX:	
 ﾠ
	
 ﾠ
•  AppKit:	
 ﾠ AppKit,	
 ﾠ one	
 ﾠ of	
 ﾠ the	
 ﾠ application	
 ﾠ frameworks,	
 ﾠ provides	
 ﾠ the	
 ﾠ
objects	
 ﾠ an	
 ﾠ application	
 ﾠ displays	
 ﾠ in	
 ﾠ its	
 ﾠ user	
 ﾠ interface	
 ﾠ and	
 ﾠ defines	
 ﾠ the	
 ﾠ
structure	
 ﾠ for	
 ﾠ application	
 ﾠ behavior,	
 ﾠ including	
 ﾠ event	
 ﾠ handling	
 ﾠ and	
 ﾠ
drawing.	
 ﾠ	
 ﾠ
•  Foundation:	
 ﾠthese	
 ﾠframework,	
 ﾠin	
 ﾠthe	
 ﾠCore	
 ﾠServices	
 ﾠlayer,	
 ﾠdefines	
 ﾠthe	
 ﾠ
basic	
 ﾠ behavior	
 ﾠ of	
 ﾠ objects,	
 ﾠ establishes	
 ﾠ mechanisms	
 ﾠ for	
 ﾠ their	
 ﾠ
management,	
 ﾠ and	
 ﾠ provides	
 ﾠ objects	
 ﾠ for	
 ﾠ primitive	
 ﾠ data	
 ﾠ types,	
 ﾠ
collections,	
 ﾠand	
 ﾠoperating-ﾭ‐system	
 ﾠservices.	
 ﾠFoundation	
 ﾠis	
 ﾠessentially	
 ﾠan	
 ﾠ
object-ﾭ‐oriented	
 ﾠversion	
 ﾠof	
 ﾠthe	
 ﾠCore	
 ﾠFoundation	
 ﾠframework.	
 ﾠ
	
 ﾠ
AppKit	
 ﾠhas	
 ﾠclose,	
 ﾠdirect	
 ﾠdependences	
 ﾠon	
 ﾠFoundation,	
 ﾠwhich	
 ﾠfunctionally	
 ﾠis	
 ﾠin	
 ﾠ
the	
 ﾠCore	
 ﾠServices	
 ﾠlayer.	
 ﾠIf	
 ﾠwe	
 ﾠlook	
 ﾠcloser,	
 ﾠat	
 ﾠindividual,	
 ﾠor	
 ﾠgroups,	
 ﾠof	
 ﾠCocoa	
 ﾠ
classes	
 ﾠand	
 ﾠat	
 ﾠparticular	
 ﾠframeworks,	
 ﾠwe	
 ﾠbegin	
 ﾠto	
 ﾠsee	
 ﾠwhere	
 ﾠCocoa	
 ﾠeither	
 ﾠhas	
 ﾠ
specific	
 ﾠ dependencies	
 ﾠ on	
 ﾠ other	
 ﾠ parts	
 ﾠ of	
 ﾠ Mac	
 ﾠ OS	
 ﾠ X	
 ﾠ or	
 ﾠ where	
 ﾠ it	
 ﾠ exposes	
 ﾠ
underlying	
 ﾠtechnology	
 ﾠwith	
 ﾠits	
 ﾠinterfaces.	
 ﾠSome	
 ﾠmajor	
 ﾠunderlying	
 ﾠframeworks	
 ﾠ
on	
 ﾠwhich	
 ﾠCocoa	
 ﾠdepends	
 ﾠor	
 ﾠwhich	
 ﾠit	
 ﾠexposes	
 ﾠthrough	
 ﾠits	
 ﾠclasses	
 ﾠand	
 ﾠmethods	
 ﾠ	
 ﾠ
are	
 ﾠ Core	
 ﾠ Foundation,	
 ﾠ Carbon	
 ﾠ Core,	
 ﾠ Core	
 ﾠ Graphics	
 ﾠ (Quartz
7),	
 ﾠ and	
 ﾠ Launch	
 ﾠ
Services:	
 ﾠ
	
 ﾠ
•  Core	
 ﾠ Foundation:	
 ﾠ many	
 ﾠ classes	
 ﾠ of	
 ﾠ the	
 ﾠ Foundation	
 ﾠ framework	
 ﾠ are	
 ﾠ
based	
 ﾠ on	
 ﾠ equivalent	
 ﾠ Core	
 ﾠ Foundation	
 ﾠ opaque	
 ﾠ types.	
 ﾠ This	
 ﾠ close	
 ﾠ
relationship	
 ﾠ is	
 ﾠ what	
 ﾠ makes	
 ﾠ “toll-ﾭ‐free	
 ﾠ bridging”—cast-ﾭ‐conversion	
 ﾠ
between	
 ﾠ compatible	
 ﾠ Core	
 ﾠ Foundation	
 ﾠ and	
 ﾠ Foundation	
 ﾠ types—
possible.	
 ﾠSome	
 ﾠof	
 ﾠthe	
 ﾠimplementation	
 ﾠof	
 ﾠCore	
 ﾠFoundation,	
 ﾠin	
 ﾠturn,	
 ﾠis	
 ﾠ
based	
 ﾠon	
 ﾠthe	
 ﾠBSD	
 ﾠpart	
 ﾠof	
 ﾠthe	
 ﾠDarwin	
 ﾠlayer.	
 ﾠ
•  Carbon	
 ﾠ Core:	
 ﾠ AppKit	
 ﾠ and	
 ﾠ Foundation	
 ﾠ tap	
 ﾠ into	
 ﾠ the	
 ﾠ Carbon	
 ﾠ Core	
 ﾠ
framework	
 ﾠfor	
 ﾠsome	
 ﾠof	
 ﾠthe	
 ﾠsystem	
 ﾠservices	
 ﾠit	
 ﾠprovides.	
 ﾠFor	
 ﾠexample,	
 ﾠ
Carbon	
 ﾠCore	
 ﾠhas	
 ﾠthe	
 ﾠFile	
 ﾠManager,	
 ﾠwhich	
 ﾠCocoa	
 ﾠuses	
 ﾠfor	
 ﾠconversions	
 ﾠ
between	
 ﾠvarious	
 ﾠfile-ﾭ‐system	
 ﾠrepresentations.	
 ﾠ
•  Core	
 ﾠ Graphics:	
 ﾠ the	
 ﾠ Cocoa	
 ﾠ drawing	
 ﾠ and	
 ﾠ imaging	
 ﾠ classes	
 ﾠ are	
 ﾠ (quite	
 ﾠ
naturally)	
 ﾠ closely	
 ﾠ based	
 ﾠ on	
 ﾠ the	
 ﾠ Core	
 ﾠ Graphics	
 ﾠ framework,	
 ﾠ which	
 ﾠ
implements	
 ﾠQuartz	
 ﾠand	
 ﾠthe	
 ﾠwindow	
 ﾠserver.	
 ﾠ
•  Launch	
 ﾠ Services:	
 ﾠ the	
 ﾠ NSWorkspace	
 ﾠ class	
 ﾠ exposes	
 ﾠ the	
 ﾠ underlying	
 ﾠ
capabilities	
 ﾠ of	
 ﾠ Launch	
 ﾠ Services.	
 ﾠ Cocoa	
 ﾠ also	
 ﾠ uses	
 ﾠ the	
 ﾠ application-ﾭ‐
registration	
 ﾠfeature	
 ﾠof	
 ﾠLaunch	
 ﾠServices	
 ﾠto	
 ﾠget	
 ﾠthe	
 ﾠicons	
 ﾠassociated	
 ﾠwith	
 ﾠ
applications	
 ﾠand	
 ﾠdocuments.	
 ﾠ
	
 ﾠ	
 ﾠ
Apple	
 ﾠ has	
 ﾠ carefully	
 ﾠ designed	
 ﾠ Cocoa	
 ﾠ so	
 ﾠ that	
 ﾠ some	
 ﾠ of	
 ﾠ its	
 ﾠ programmatic	
 ﾠ
interfaces	
 ﾠ give	
 ﾠ access	
 ﾠ to	
 ﾠ the	
 ﾠ capabilities	
 ﾠ of	
 ﾠ underlying	
 ﾠ technologies	
 ﾠ that	
 ﾠ
applications	
 ﾠtypically	
 ﾠneed.	
 ﾠBut	
 ﾠif	
 ﾠthe	
 ﾠprogrammer	
 ﾠrequires	
 ﾠsome	
 ﾠcapability	
 ﾠ
that	
 ﾠis	
 ﾠnot	
 ﾠexposed	
 ﾠthrough	
 ﾠthe	
 ﾠprogrammatic	
 ﾠinterfaces	
 ﾠof	
 ﾠCocoa,	
 ﾠor	
 ﾠif	
 ﾠhe	
 ﾠ
needs	
 ﾠsome	
 ﾠfiner	
 ﾠcontrol	
 ﾠof	
 ﾠwhat	
 ﾠhappens	
 ﾠin	
 ﾠthe	
 ﾠapplication,	
 ﾠhe	
 ﾠmay	
 ﾠbe	
 ﾠable	
 ﾠ
to	
 ﾠuse	
 ﾠan	
 ﾠunderlying	
 ﾠframework	
 ﾠdirectly.	
 ﾠ(A	
 ﾠprime	
 ﾠexample	
 ﾠis	
 ﾠCore	
 ﾠGraphics;	
 ﾠby	
 ﾠ
calling	
 ﾠits	
 ﾠfunctions	
 ﾠor	
 ﾠthose	
 ﾠof	
 ﾠOpenGL,	
 ﾠthe	
 ﾠcode	
 ﾠcan	
 ﾠdraw	
 ﾠmore	
 ﾠcomplex	
 ﾠand	
 ﾠ
nuanced	
 ﾠ images	
 ﾠ than	
 ﾠ is	
 ﾠ possible	
 ﾠ with	
 ﾠ the	
 ﾠ Cocoa	
 ﾠ drawing	
 ﾠ methods.)	
 ﾠ
Fortunately,	
 ﾠusing	
 ﾠthese	
 ﾠlower-ﾭ‐level	
 ﾠframeworks	
 ﾠis	
 ﾠnot	
 ﾠa	
 ﾠproblem	
 ﾠbecause	
 ﾠthe	
 ﾠ
programmatic	
 ﾠ interfaces	
 ﾠ of	
 ﾠ most	
 ﾠ dependent	
 ﾠ frameworks	
 ﾠ are	
 ﾠ written	
 ﾠ in	
 ﾠ
standard	
 ﾠANSI	
 ﾠC,	
 ﾠof	
 ﾠwhich	
 ﾠObjective-ﾭ‐C	
 ﾠlanguage	
 ﾠis	
 ﾠa	
 ﾠsuperset.	
 ﾠ
3.4  COCOA	
 ﾠTOUCH	
 ﾠ
Description	
 ﾠof	
 ﾠiOS	
 ﾠdeserves	
 ﾠa	
 ﾠseparate	
 ﾠdiscussion.	
 ﾠIn	
 ﾠthis	
 ﾠparagraph	
 ﾠwe	
 ﾠwill	
 ﾠsee	
 ﾠ
the	
 ﾠarchitecture	
 ﾠof	
 ﾠiOS	
 ﾠand	
 ﾠthe	
 ﾠmost	
 ﾠimportant	
 ﾠfeatures	
 ﾠof	
 ﾠevery	
 ﾠlayer.	
 ﾠCocoa	
 ﾠ
Touch	
 ﾠis	
 ﾠthe	
 ﾠiOS	
 ﾠversion	
 ﾠof	
 ﾠCocoa	
 ﾠenvironment.	
 ﾠ
3.4.1  IOS	
 ﾠAT	
 ﾠA	
 ﾠGLANCE	
 ﾠ
The	
 ﾠiOS	
 ﾠarchitecture	
 ﾠis	
 ﾠsimilar	
 ﾠto	
 ﾠthe	
 ﾠbasic	
 ﾠarchitecture	
 ﾠfound	
 ﾠin	
 ﾠMac	
 ﾠOS	
 ﾠX.	
 ﾠAt	
 ﾠ
the	
 ﾠ highest	
 ﾠ level,	
 ﾠ iOS	
 ﾠ acts	
 ﾠ as	
 ﾠ an	
 ﾠ intermediary	
 ﾠ between	
 ﾠ the	
 ﾠ underlying	
 ﾠ
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7	
 ﾠQuartz	
 ﾠspecifically	
 ﾠrefers	
 ﾠto	
 ﾠa	
 ﾠpair	
 ﾠof	
 ﾠMac	
 ﾠOS	
 ﾠX	
 ﾠtechnologies,	
 ﾠeach	
 ﾠpart	
 ﾠof	
 ﾠthe	
 ﾠCore	
 ﾠGraphics	
 ﾠ
framework:	
 ﾠQuartz	
 ﾠ2D	
 ﾠand	
 ﾠQuartz	
 ﾠCompositor.	
 ﾠIt	
 ﾠincludes	
 ﾠboth	
 ﾠa	
 ﾠ2D	
 ﾠrenderer	
 ﾠin	
 ﾠCore	
 ﾠGraphics	
 ﾠ
and	
 ﾠthe	
 ﾠcomposition	
 ﾠengine	
 ﾠthat	
 ﾠsends	
 ﾠinstructions	
 ﾠto	
 ﾠthe	
 ﾠgraphics	
 ﾠcard.	
 ﾠBecause	
 ﾠof	
 ﾠthis	
 ﾠvertical	
 ﾠ
nature,	
 ﾠQuartz	
 ﾠis	
 ﾠoften	
 ﾠinterchanged	
 ﾠsynonymously	
 ﾠwith	
 ﾠCore	
 ﾠGraphics.	
 ﾠ	
 ﾠ 	
 ﾠ
	
 ﾠ
	
 ﾠ
hardware	
 ﾠand	
 ﾠthe	
 ﾠapplications	
 ﾠthat	
 ﾠappear	
 ﾠon	
 ﾠthe	
 ﾠscreen	
 ﾠ(iOS  Technology 
Overview).	
 ﾠThe	
 ﾠimplementation	
 ﾠof	
 ﾠiOS	
 ﾠtechnologies	
 ﾠcan	
 ﾠbe	
 ﾠviewed	
 ﾠas	
 ﾠa	
 ﾠset	
 ﾠof	
 ﾠ
layers.	
 ﾠAt	
 ﾠthe	
 ﾠlower	
 ﾠlayers	
 ﾠof	
 ﾠthe	
 ﾠsystem	
 ﾠare	
 ﾠthe	
 ﾠfundamental	
 ﾠservices	
 ﾠand	
 ﾠ
technologies	
 ﾠon	
 ﾠwhich	
 ﾠall	
 ﾠapplications	
 ﾠrely;	
 ﾠhigher-ﾭ‐level	
 ﾠlayers	
 ﾠcontain	
 ﾠmore	
 ﾠ
sophisticated	
 ﾠservices	
 ﾠand	
 ﾠtechnologies.	
 ﾠ
	
 ﾠ
	
 ﾠ
FIGURE	
 ﾠ3.8	
 ﾠ-ﾭ‐	
 ﾠAPPLICATIONS	
 ﾠLAYERED	
 ﾠON	
 ﾠTOP	
 ﾠOF	
 ﾠIOS	
 ﾠ
	
 ﾠ
	
 ﾠ
FIGURE	
 ﾠ3.9	
 ﾠ-ﾭ‐	
 ﾠLAYERS	
 ﾠOF	
 ﾠIOS	
 ﾠ
3.4.2  HOW	
 ﾠCOCOA	
 ﾠTOUCH	
 ﾠFITS	
 ﾠINTO	
 ﾠIOS	
 ﾠ
The	
 ﾠapplication-ﾭ‐framework	
 ﾠlayer	
 ﾠof	
 ﾠiOS	
 ﾠis	
 ﾠcalled	
 ﾠCocoa	
 ﾠTouch.	
 ﾠAlthough	
 ﾠthe	
 ﾠiOS	
 ﾠ
infrastructure	
 ﾠon	
 ﾠwhich	
 ﾠCocoa	
 ﾠTouch	
 ﾠdepends	
 ﾠis	
 ﾠsimilar	
 ﾠto	
 ﾠthat	
 ﾠfor	
 ﾠCocoa	
 ﾠin	
 ﾠ
Mac	
 ﾠOS	
 ﾠX,	
 ﾠthere	
 ﾠare	
 ﾠsome	
 ﾠsignificant	
 ﾠdifferences.	
 ﾠWe	
 ﾠcan	
 ﾠsee	
 ﾠthat	
 ﾠthe	
 ﾠiOS	
 ﾠ
diagram	
 ﾠ(figure	
 ﾠ10)	
 ﾠalso	
 ﾠshows	
 ﾠthe	
 ﾠsoftware	
 ﾠsupporting	
 ﾠits	
 ﾠplatform	
 ﾠas	
 ﾠa	
 ﾠseries	
 ﾠ
of	
 ﾠlayers	
 ﾠgoing	
 ﾠfrom	
 ﾠa	
 ﾠCore	
 ﾠOS	
 ﾠfoundation	
 ﾠto	
 ﾠa	
 ﾠset	
 ﾠof	
 ﾠapplication	
 ﾠframeworks,	
 ﾠ
the	
 ﾠmost	
 ﾠcritical	
 ﾠ(for	
 ﾠapplications)	
 ﾠbeing	
 ﾠthe	
 ﾠUIKit	
 ﾠframework.	
 ﾠAs	
 ﾠin	
 ﾠthe	
 ﾠMac	
 ﾠOS	
 ﾠ
X	
 ﾠdiagram	
 ﾠ(figure	
 ﾠ7),	
 ﾠthe	
 ﾠiOS	
 ﾠdiagram	
 ﾠhas	
 ﾠmiddle	
 ﾠlayers	
 ﾠconsisting	
 ﾠof	
 ﾠcore-ﾭ‐
services	
 ﾠframeworks	
 ﾠand	
 ﾠgraphics	
 ﾠand	
 ﾠmedia	
 ﾠframeworks	
 ﾠand	
 ﾠlibraries.	
 ﾠHere	
 ﾠ
also,	
 ﾠa	
 ﾠcomponent	
 ﾠat	
 ﾠone	
 ﾠlayer	
 ﾠoften	
 ﾠhas	
 ﾠdependencies	
 ﾠon	
 ﾠthe	
 ﾠlayer	
 ﾠbeneath	
 ﾠ
it.	
 ﾠ	
 ﾠ
	
 ﾠ
FIGURE	
 ﾠ3.10	
 ﾠ-ﾭ‐	
 ﾠCOCOA	
 ﾠIN	
 ﾠTHE	
 ﾠARCHITECTURE	
 ﾠOF	
 ﾠIOS	
 ﾠ
Generally,	
 ﾠthe	
 ﾠsystem	
 ﾠlibraries	
 ﾠand	
 ﾠframeworks	
 ﾠof	
 ﾠiOS	
 ﾠthat	
 ﾠultimately	
 ﾠsupport	
 ﾠ
UIKit	
 ﾠare	
 ﾠa	
 ﾠsubset	
 ﾠof	
 ﾠthe	
 ﾠlibraries	
 ﾠand	
 ﾠframeworks	
 ﾠin	
 ﾠMac	
 ﾠOS	
 ﾠX.	
 ﾠFor	
 ﾠexample,	
 ﾠ
there	
 ﾠis	
 ﾠno	
 ﾠCarbon	
 ﾠapplication	
 ﾠenvironment	
 ﾠin	
 ﾠiOS,	
 ﾠthere	
 ﾠis	
 ﾠno	
 ﾠcommand-ﾭ‐line	
 ﾠ
access	
 ﾠ(the	
 ﾠBSD	
 ﾠenvironment	
 ﾠin	
 ﾠDarwin),	
 ﾠand	
 ﾠQuickTime	
 ﾠis	
 ﾠabsent	
 ﾠfrom	
 ﾠthe	
 ﾠ
platform.	
 ﾠHowever,	
 ﾠbecause	
 ﾠof	
 ﾠthe	
 ﾠnature	
 ﾠof	
 ﾠthe	
 ﾠdevices	
 ﾠsupported	
 ﾠby	
 ﾠiOS,	
 ﾠ
there	
 ﾠare	
 ﾠsome	
 ﾠframeworks,	
 ﾠboth	
 ﾠpublic	
 ﾠand	
 ﾠprivate,	
 ﾠthat	
 ﾠare	
 ﾠspecific	
 ﾠto	
 ﾠiOS.	
 ﾠ
The	
 ﾠfollowing	
 ﾠsummarizes	
 ﾠsome	
 ﾠof	
 ﾠthe	
 ﾠframeworks	
 ﾠfound	
 ﾠat	
 ﾠeach	
 ﾠlayer	
 ﾠof	
 ﾠthe	
 ﾠ
iOS	
 ﾠstack,	
 ﾠstarting	
 ﾠfrom	
 ﾠthe	
 ﾠfoundation	
 ﾠlayer.	
 ﾠ
	
 ﾠ
•  Core	
 ﾠ OS:	
 ﾠThis	
 ﾠlevel	
 ﾠcontains	
 ﾠthe	
 ﾠkernel,	
 ﾠthe	
 ﾠfile	
 ﾠsystem,	
 ﾠnetworking	
 ﾠ
infrastructure,	
 ﾠsecurity,	
 ﾠpower	
 ﾠmanagement,	
 ﾠand	
 ﾠa	
 ﾠnumber	
 ﾠof	
 ﾠdevice	
 ﾠ
drivers.	
 ﾠIt	
 ﾠalso	
 ﾠhas	
 ﾠthe	
 ﾠlibSystem	
 ﾠlibrary,	
 ﾠwhich	
 ﾠsupports	
 ﾠthe	
 ﾠPOSIX/BSD	
 ﾠ
4.4/C99	
 ﾠ API	
 ﾠ specifications	
 ﾠ and	
 ﾠ includes	
 ﾠ system-ﾭ‐level	
 ﾠ APIs	
 ﾠ for	
 ﾠ many	
 ﾠ
services.	
 ﾠ
•  Core	
 ﾠServices:	
 ﾠThe	
 ﾠframeworks	
 ﾠin	
 ﾠthis	
 ﾠlayer	
 ﾠprovide	
 ﾠcore	
 ﾠservices,	
 ﾠsuch	
 ﾠ
as	
 ﾠ string	
 ﾠ manipulation,	
 ﾠ collection	
 ﾠ management,	
 ﾠ networking,	
 ﾠ URL	
 ﾠ
utilities,	
 ﾠ contact	
 ﾠ management,	
 ﾠ and	
 ﾠ preferences.	
 ﾠ They	
 ﾠ also	
 ﾠ provide	
 ﾠ
services	
 ﾠ based	
 ﾠ on	
 ﾠ hardware	
 ﾠ features	
 ﾠ of	
 ﾠ a	
 ﾠ device,	
 ﾠ such	
 ﾠ as	
 ﾠ the	
 ﾠ GPS,	
 ﾠ
compass,	
 ﾠaccelerometer,	
 ﾠand	
 ﾠgyroscope.	
 ﾠExamples	
 ﾠof	
 ﾠframeworks	
 ﾠin	
 ﾠ
this	
 ﾠlayer	
 ﾠare	
 ﾠCore	
 ﾠLocation,	
 ﾠCore	
 ﾠMotion,	
 ﾠand	
 ﾠSystem	
 ﾠConfiguration.	
 ﾠ
This	
 ﾠlayer	
 ﾠincludes	
 ﾠboth	
 ﾠFoundation	
 ﾠand	
 ﾠCore	
 ﾠFoundation,	
 ﾠframeworks	
 ﾠ
that	
 ﾠprovide	
 ﾠabstractions	
 ﾠfor	
 ﾠcommon	
 ﾠdata	
 ﾠtypes	
 ﾠsuch	
 ﾠas	
 ﾠstrings	
 ﾠand	
 ﾠ
collections.	
 ﾠ The	
 ﾠ Core	
 ﾠ Frameworks	
 ﾠ layer	
 ﾠ also	
 ﾠ contains	
 ﾠ Core	
 ﾠ Data,	
 ﾠ a	
 ﾠ
framework	
 ﾠfor	
 ﾠobject	
 ﾠgraph	
 ﾠmanagement	
 ﾠand	
 ﾠobject	
 ﾠpersistence.	
 ﾠ
•  Media:	
 ﾠThe	
 ﾠframeworks	
 ﾠand	
 ﾠservices	
 ﾠin	
 ﾠthis	
 ﾠlayer	
 ﾠdepend	
 ﾠon	
 ﾠthe	
 ﾠCore	
 ﾠ
Services	
 ﾠlayer	
 ﾠand	
 ﾠprovide	
 ﾠgraphical	
 ﾠand	
 ﾠmultimedia	
 ﾠservices	
 ﾠto	
 ﾠthe	
 ﾠ
Cocoa	
 ﾠTouch	
 ﾠlayer.	
 ﾠThey	
 ﾠinclude	
 ﾠCore	
 ﾠGraphics,	
 ﾠCore	
 ﾠText,	
 ﾠOpenGL	
 ﾠES,	
 ﾠ
Core	
 ﾠAnimation,	
 ﾠAVFoundation,	
 ﾠCore	
 ﾠAudio,	
 ﾠand	
 ﾠvideo	
 ﾠplayback.	
 ﾠ
•  Cocoa	
 ﾠ Touch:	
 ﾠ The	
 ﾠ frameworks	
 ﾠ in	
 ﾠ this	
 ﾠ layer	
 ﾠ directly	
 ﾠ support	
 ﾠ
applications	
 ﾠbased	
 ﾠin	
 ﾠiOS.	
 ﾠThey	
 ﾠinclude	
 ﾠframeworks	
 ﾠsuch	
 ﾠas	
 ﾠGame	
 ﾠKit,	
 ﾠ
Map	
 ﾠKit,	
 ﾠand	
 ﾠiAd.	
 ﾠ
The	
 ﾠCocoa	
 ﾠTouch	
 ﾠlayer	
 ﾠand	
 ﾠthe	
 ﾠCore	
 ﾠServices	
 ﾠlayer	
 ﾠeach	
 ﾠhas	
 ﾠan	
 ﾠObjective-ﾭ‐C	
 ﾠ
framework	
 ﾠ that	
 ﾠ is	
 ﾠ especially	
 ﾠ important	
 ﾠ for	
 ﾠ developing	
 ﾠ applications	
 ﾠ for	
 ﾠ iOS.	
 ﾠ
These	
 ﾠare	
 ﾠthe	
 ﾠcore	
 ﾠCocoa	
 ﾠframeworks	
 ﾠin	
 ﾠiOS:	
 ﾠ	
 ﾠ 	
 ﾠ
	
 ﾠ
	
 ﾠ
•  UIKit:	
 ﾠThis	
 ﾠframework	
 ﾠprovides	
 ﾠthe	
 ﾠobjects	
 ﾠan	
 ﾠapplication	
 ﾠdisplays	
 ﾠin	
 ﾠ
its	
 ﾠuser	
 ﾠinterface	
 ﾠand	
 ﾠdefines	
 ﾠthe	
 ﾠstructure	
 ﾠfor	
 ﾠapplication	
 ﾠbehaviour,	
 ﾠ
including	
 ﾠevent	
 ﾠhandling	
 ﾠand	
 ﾠdrawing.	
 ﾠFor	
 ﾠa	
 ﾠdescription	
 ﾠof	
 ﾠUIKit,	
 ﾠsee	
 ﾠ
“UIKit	
 ﾠ(iOS).”	
 ﾠ
•  Foundation:	
 ﾠThis	
 ﾠframework	
 ﾠdefines	
 ﾠthe	
 ﾠbasic	
 ﾠbehaviour	
 ﾠof	
 ﾠobjects,	
 ﾠ
establishes	
 ﾠmechanisms	
 ﾠfor	
 ﾠtheir	
 ﾠmanagement,	
 ﾠand	
 ﾠprovides	
 ﾠobjects	
 ﾠ
for	
 ﾠ primitive	
 ﾠ data	
 ﾠ types,	
 ﾠ collections,	
 ﾠ and	
 ﾠ operating-ﾭ‐system	
 ﾠ services.	
 ﾠ
Foundation	
 ﾠ is	
 ﾠ essentially	
 ﾠ an	
 ﾠ object-ﾭ‐oriented	
 ﾠ version	
 ﾠ of	
 ﾠ the	
 ﾠ Core	
 ﾠ
Foundation	
 ﾠframework.	
 ﾠ
As	
 ﾠwith	
 ﾠCocoa	
 ﾠin	
 ﾠMac	
 ﾠOS	
 ﾠX
8,	
 ﾠthe	
 ﾠprogrammatic	
 ﾠinterfaces	
 ﾠof	
 ﾠCocoa	
 ﾠin	
 ﾠiOS	
 ﾠgive	
 ﾠ
our	
 ﾠapplications	
 ﾠaccess	
 ﾠto	
 ﾠthe	
 ﾠcapabilities	
 ﾠof	
 ﾠunderlying	
 ﾠtechnologies.	
 ﾠUsually	
 ﾠ
there	
 ﾠis	
 ﾠa	
 ﾠFoundation	
 ﾠor	
 ﾠUIKit	
 ﾠmethod	
 ﾠor	
 ﾠfunction	
 ﾠthat	
 ﾠcan	
 ﾠtap	
 ﾠinto	
 ﾠa	
 ﾠlower-ﾭ‐
level	
 ﾠframework	
 ﾠto	
 ﾠdo	
 ﾠwhat	
 ﾠwe	
 ﾠwant.	
 ﾠBut,	
 ﾠas	
 ﾠwith	
 ﾠCocoa	
 ﾠin	
 ﾠMac	
 ﾠOS	
 ﾠX,	
 ﾠif	
 ﾠthe	
 ﾠ
programmer	
 ﾠrequires	
 ﾠsome	
 ﾠcapability	
 ﾠthat	
 ﾠis	
 ﾠnot	
 ﾠexposed	
 ﾠthrough	
 ﾠa	
 ﾠCocoa	
 ﾠAPI,	
 ﾠ
or	
 ﾠif	
 ﾠhe	
 ﾠneeds	
 ﾠsome	
 ﾠfiner	
 ﾠcontrol	
 ﾠof	
 ﾠwhat	
 ﾠhappens	
 ﾠin	
 ﾠthe	
 ﾠapplication,	
 ﾠhe	
 ﾠmay	
 ﾠ
choose	
 ﾠto	
 ﾠuse	
 ﾠan	
 ﾠunderlying	
 ﾠframework	
 ﾠdirectly.	
 ﾠFor	
 ﾠexample,	
 ﾠUIKit	
 ﾠuses	
 ﾠthe	
 ﾠ
WebKit	
 ﾠto	
 ﾠdraw	
 ﾠtext	
 ﾠand	
 ﾠpublishes	
 ﾠsome	
 ﾠmethods	
 ﾠfor	
 ﾠdrawing	
 ﾠtext;	
 ﾠhowever,	
 ﾠ
we	
 ﾠmay	
 ﾠdecide	
 ﾠto	
 ﾠuse	
 ﾠCore	
 ﾠText	
 ﾠto	
 ﾠdraw	
 ﾠtext	
 ﾠbecause	
 ﾠthat	
 ﾠgives	
 ﾠus	
 ﾠthe	
 ﾠcontrol	
 ﾠ
we	
 ﾠneed	
 ﾠfor	
 ﾠtext	
 ﾠlayout	
 ﾠand	
 ﾠfont	
 ﾠmanagement.	
 ﾠAgain,	
 ﾠusing	
 ﾠthese	
 ﾠlower-ﾭ‐level	
 ﾠ
frameworks	
 ﾠis	
 ﾠnot	
 ﾠa	
 ﾠproblem	
 ﾠbecause	
 ﾠthe	
 ﾠprogrammatic	
 ﾠinterfaces	
 ﾠof	
 ﾠmost	
 ﾠ
dependent	
 ﾠframeworks	
 ﾠare	
 ﾠwritten	
 ﾠin	
 ﾠstandard	
 ﾠANSI	
 ﾠC,	
 ﾠof	
 ﾠwhich	
 ﾠthe	
 ﾠObjective-ﾭ‐
C	
 ﾠlanguage	
 ﾠis	
 ﾠa	
 ﾠsuperset	
 ﾠ(Cocoa	
 ﾠFundamentals	
 ﾠGuide).	
 ﾠ
3.5  SPARROW	
 ﾠFRAMEWORK	
 ﾠ
Sparrow	
 ﾠis	
 ﾠa	
 ﾠpure	
 ﾠObjective	
 ﾠC	
 ﾠlibrary	
 ﾠtargeted	
 ﾠon	
 ﾠmaking	
 ﾠgame	
 ﾠdevelopment	
 ﾠas	
 ﾠ
easy	
 ﾠ and	
 ﾠ hassle-ﾭ‐free	
 ﾠ as	
 ﾠ
possible.	
 ﾠ Sparrow	
 ﾠ makes	
 ﾠ it	
 ﾠ
possible	
 ﾠto	
 ﾠwrite	
 ﾠfast	
 ﾠOpenGL	
 ﾠ
applications	
 ﾠwithout	
 ﾠhaving	
 ﾠto	
 ﾠ
touch	
 ﾠOpenGL	
 ﾠor	
 ﾠppure	
 ﾠC	
 ﾠ(but	
 ﾠ
easily	
 ﾠ allowing	
 ﾠ to	
 ﾠ do	
 ﾠ so,	
 ﾠ for	
 ﾠ
those	
 ﾠ who	
 ﾠ wish).	
 ﾠ It	
 ﾠ uses	
 ﾠ a	
 ﾠ
tried	
 ﾠand	
 ﾠtested	
 ﾠAPI	
 ﾠthat	
 ﾠis	
 ﾠeasy	
 ﾠ
to	
 ﾠuse	
 ﾠand	
 ﾠhard	
 ﾠto	
 ﾠmisuse	
 ﾠ(Sperl).	
 ﾠIt	
 ﾠhas	
 ﾠbeen	
 ﾠdesigned	
 ﾠto	
 ﾠbe	
 ﾠeasy	
 ﾠto	
 ﾠlearn	
 ﾠfor	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ
Java,	
 ﾠActionScript	
 ﾠor	
 ﾠ.Net	
 ﾠdevelopers.	
 ﾠIt	
 ﾠhas	
 ﾠbeen	
 ﾠdeveloped	
 ﾠin	
 ﾠparallel	
 ﾠwith	
 ﾠ
two	
 ﾠreal	
 ﾠlife	
 ﾠiPhone	
 ﾠgames,	
 ﾠoffering	
 ﾠthe	
 ﾠpossibility	
 ﾠto	
 ﾠoptimize	
 ﾠit	
 ﾠdepending	
 ﾠon	
 ﾠ
the	
 ﾠgame	
 ﾠdevelopment	
 ﾠneeds.	
 ﾠThe	
 ﾠresult	
 ﾠis	
 ﾠa	
 ﾠhigh	
 ﾠperformance	
 ﾠframework	
 ﾠ
hiding	
 ﾠinside	
 ﾠit	
 ﾠmany	
 ﾠof	
 ﾠthe	
 ﾠprogramming	
 ﾠtroubles	
 ﾠgiven	
 ﾠby	
 ﾠa	
 ﾠdirect	
 ﾠaccess	
 ﾠto	
 ﾠ
the	
 ﾠUIKit	
 ﾠand	
 ﾠFoundation	
 ﾠframeworks.	
 ﾠ	
 ﾠ
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8	
 ﾠWe	
 ﾠuse	
 ﾠ“Cocoa”	
 ﾠgenerically	
 ﾠwhen	
 ﾠreferring	
 ﾠto	
 ﾠthings	
 ﾠthat	
 ﾠare	
 ﾠcommon	
 ﾠbetween	
 ﾠthe	
 ﾠplatforms.	
 ﾠ
When	
 ﾠit	
 ﾠis	
 ﾠnecessary	
 ﾠto	
 ﾠsay	
 ﾠsomething	
 ﾠspecific	
 ﾠabout	
 ﾠCocoa	
 ﾠon	
 ﾠa	
 ﾠgiven	
 ﾠplatform,	
 ﾠwe	
 ﾠuse	
 ﾠa	
 ﾠphrase	
 ﾠ
such	
 ﾠas	
 ﾠ“Cocoa	
 ﾠin	
 ﾠMac	
 ﾠOS	
 ﾠX.”	
 ﾠ
	
 ﾠ
FIGURE	
 ﾠ3.11	
 ﾠ-ﾭ‐	
 ﾠTHE	
 ﾠSPARROW	
 ﾠLOGO	
 ﾠ	
 ﾠ
4  ANALYSIS	
 ﾠPHASE:	
 ﾠPROJECT	
 ﾠGOALS	
 ﾠ
In	
 ﾠthis	
 ﾠchapter	
 ﾠwe	
 ﾠstart	
 ﾠdescribing	
 ﾠthe	
 ﾠfirst	
 ﾠbook	
 ﾠdeveloped	
 ﾠby	
 ﾠthe	
 ﾠcompany	
 ﾠ
and	
 ﾠpublished	
 ﾠon	
 ﾠthe	
 ﾠApp	
 ﾠStore.	
 ﾠAfter	
 ﾠthat	
 ﾠwe	
 ﾠanalyse	
 ﾠthe	
 ﾠproblems	
 ﾠof	
 ﾠthe	
 ﾠ
architecture	
 ﾠ of	
 ﾠ such	
 ﾠ an	
 ﾠ application,	
 ﾠ explaining	
 ﾠ why	
 ﾠ we	
 ﾠ needed	
 ﾠ to	
 ﾠ use	
 ﾠ a	
 ﾠ
framework	
 ﾠ instead	
 ﾠ of	
 ﾠ building	
 ﾠ a	
 ﾠ different	
 ﾠ complete	
 ﾠ applications	
 ﾠ for	
 ﾠ every	
 ﾠ
printed	
 ﾠbook.	
 ﾠ
4.1  CHISSÀ:	
 ﾠTHE	
 ﾠFIRST	
 ﾠINTERACTIVE	
 ﾠBOOK	
 ﾠ
In	
 ﾠ this	
 ﾠ paragraph	
 ﾠ we	
 ﾠ describe	
 ﾠ the	
 ﾠ design	
 ﾠ and	
 ﾠ implementation	
 ﾠ of	
 ﾠ the	
 ﾠ first	
 ﾠ
generation	
 ﾠof	
 ﾠinteractive	
 ﾠbooks,	
 ﾠtaking	
 ﾠas	
 ﾠexample	
 ﾠ“Chissà”,	
 ﾠone	
 ﾠof	
 ﾠthe	
 ﾠfirst	
 ﾠ
Italian	
 ﾠinteractive	
 ﾠbooks	
 ﾠfor	
 ﾠsale	
 ﾠon	
 ﾠthe	
 ﾠApp	
 ﾠStore.	
 ﾠ
	
 ﾠ
FIGURE	
 ﾠ4.1	
 ﾠ-ﾭ‐	
 ﾠTHE	
 ﾠORIGINAL	
 ﾠPRINTED	
 ﾠBOOK	
 ﾠCOVER	
 ﾠOF	
 ﾠCHISSÀ	
 ﾠ
The	
 ﾠoriginal	
 ﾠ“Chissà”	
 ﾠis	
 ﾠa	
 ﾠbook	
 ﾠof	
 ﾠabout	
 ﾠten	
 ﾠpages,	
 ﾠillustrated	
 ﾠwith	
 ﾠhand	
 ﾠmade	
 ﾠ
pictures	
 ﾠand	
 ﾠwith	
 ﾠsome	
 ﾠtext	
 ﾠfor	
 ﾠevery	
 ﾠpage.	
 ﾠ
4.2  STRUCTURE	
 ﾠOF	
 ﾠTHE	
 ﾠAPPLICATION	
 ﾠ	
 ﾠ 	
 ﾠ
	
 ﾠ
	
 ﾠ
The	
 ﾠ application	
 ﾠ mixes	
 ﾠ the	
 ﾠ usage	
 ﾠ of	
 ﾠ UIKit	
 ﾠ and	
 ﾠ Foundation	
 ﾠ frameworks	
 ﾠ with	
 ﾠ
Sparrow.	
 ﾠ This	
 ﾠ has	
 ﾠ been	
 ﾠ necessary	
 ﾠ because	
 ﾠ the	
 ﾠ application	
 ﾠ makes	
 ﾠ available	
 ﾠ
some	
 ﾠparts	
 ﾠthat	
 ﾠwould	
 ﾠhave	
 ﾠbeen	
 ﾠhard	
 ﾠto	
 ﾠdevelop	
 ﾠentirely	
 ﾠwith	
 ﾠSparrow,	
 ﾠsuch	
 ﾠ
as	
 ﾠthe	
 ﾠ“Games”	
 ﾠsection	
 ﾠand	
 ﾠthe	
 ﾠ“Record”	
 ﾠsection.	
 ﾠBy	
 ﾠthe	
 ﾠway,	
 ﾠin	
 ﾠthe	
 ﾠnext	
 ﾠ
paragraphs	
 ﾠwe	
 ﾠwill	
 ﾠexplain	
 ﾠthe	
 ﾠbehaviour	
 ﾠof	
 ﾠthe	
 ﾠapplication	
 ﾠand	
 ﾠits	
 ﾠinternal	
 ﾠ
structure.	
 ﾠ
4.2.1  BEHAVIOUR	
 ﾠOF	
 ﾠTHE	
 ﾠAPPLICATION	
 ﾠ
After	
 ﾠ tapping	
 ﾠ on	
 ﾠ its	
 ﾠ icon	
 ﾠ on	
 ﾠ the	
 ﾠ iPad,	
 ﾠ the	
 ﾠ application	
 ﾠ starts	
 ﾠ with	
 ﾠ a	
 ﾠ short	
 ﾠ
animation	
 ﾠthat	
 ﾠpresents	
 ﾠthe	
 ﾠWare’s	
 ﾠMe	
 ﾠand	
 ﾠAltera	
 ﾠlogo	
 ﾠand	
 ﾠafter	
 ﾠthat	
 ﾠthe	
 ﾠmain	
 ﾠ
menu	
 ﾠ starts.	
 ﾠ There	
 ﾠ are	
 ﾠ five	
 ﾠ buttons,	
 ﾠ and	
 ﾠ each	
 ﾠ one	
 ﾠ permits	
 ﾠ to	
 ﾠ access	
 ﾠ to	
 ﾠ a	
 ﾠ
different	
 ﾠsection:	
 ﾠ
	
 ﾠ
	
 ﾠ
FIGURE	
 ﾠ4.2	
 ﾠ-ﾭ‐	
 ﾠINITIAL	
 ﾠMENU	
 ﾠ	
 ﾠ
1.  READ:	
 ﾠtapping	
 ﾠon	
 ﾠit	
 ﾠstarts	
 ﾠthe	
 ﾠinteractive	
 ﾠbook	
 ﾠand	
 ﾠbrings	
 ﾠus	
 ﾠto	
 ﾠthe	
 ﾠ
title	
 ﾠpage;	
 ﾠa	
 ﾠ“next”	
 ﾠand	
 ﾠa	
 ﾠ“previous”	
 ﾠbutton	
 ﾠlets	
 ﾠthe	
 ﾠuser	
 ﾠgo	
 ﾠto	
 ﾠthe	
 ﾠnext	
 ﾠ
or	
 ﾠprevious	
 ﾠpage.	
 ﾠThere	
 ﾠare	
 ﾠalso	
 ﾠbuttons	
 ﾠto	
 ﾠreturn	
 ﾠto	
 ﾠthe	
 ﾠmain	
 ﾠmenu	
 ﾠ
and	
 ﾠto	
 ﾠthe	
 ﾠindex	
 ﾠpage;	
 ﾠ
	
 ﾠ	
 ﾠ
	
 ﾠ
FIGURE	
 ﾠ4.3	
 ﾠ-ﾭ‐	
 ﾠFIRST	
 ﾠPAGE	
 ﾠ	
 ﾠ
2.  CONTENTS:	
 ﾠtapping	
 ﾠon	
 ﾠthis	
 ﾠbutton	
 ﾠbrings	
 ﾠus	
 ﾠto	
 ﾠthe	
 ﾠindex	
 ﾠpage;	
 ﾠ
	
 ﾠ
	
 ﾠ
FIGURE	
 ﾠ4.4	
 ﾠ-ﾭ‐	
 ﾠINDEX	
 ﾠ	
 ﾠ
3.  PLAY:	
 ﾠthis	
 ﾠbutton	
 ﾠlets	
 ﾠthe	
 ﾠuser	
 ﾠstart	
 ﾠto	
 ﾠplay;	
 ﾠthere	
 ﾠare	
 ﾠtwo	
 ﾠgames	
 ﾠto	
 ﾠ
play	
 ﾠwith:	
 ﾠthe	
 ﾠfirst	
 ﾠone	
 ﾠis	
 ﾠa	
 ﾠpuzzle	
 ﾠwith	
 ﾠimages	
 ﾠtaken	
 ﾠfrom	
 ﾠthe	
 ﾠbook,	
 ﾠ	
 ﾠ 	
 ﾠ
	
 ﾠ
	
 ﾠ
and	
 ﾠthe	
 ﾠsecond	
 ﾠis	
 ﾠa	
 ﾠdrawing	
 ﾠwithout	
 ﾠcolours,	
 ﾠthat	
 ﾠthe	
 ﾠuser	
 ﾠhas	
 ﾠto	
 ﾠfill	
 ﾠ
with	
 ﾠhis	
 ﾠfingers.	
 ﾠ
	
 ﾠ
FIGURE	
 ﾠ4.5	
 ﾠ-ﾭ‐	
 ﾠGAME	
 ﾠMENU	
 ﾠ	
 ﾠ
4.  OPTIONS:	
 ﾠthis	
 ﾠsection	
 ﾠpermits	
 ﾠto	
 ﾠactivate	
 ﾠthe	
 ﾠrecording	
 ﾠmode	
 ﾠon	
 ﾠeach	
 ﾠ
page,	
 ﾠto	
 ﾠenable	
 ﾠrecorded	
 ﾠvoice	
 ﾠinstead	
 ﾠof	
 ﾠthe	
 ﾠdefault	
 ﾠapplication	
 ﾠvoice,	
 ﾠ
and	
 ﾠlets	
 ﾠswitch	
 ﾠfrom	
 ﾠItalian	
 ﾠlanguage	
 ﾠto	
 ﾠEnglish.	
 ﾠ
	
 ﾠ
	
 ﾠ
FIGURE	
 ﾠ4.6	
 ﾠ-ﾭ‐	
 ﾠOPTIONS	
 ﾠMENU	
 ﾠ	
 ﾠ
	
 ﾠ
	
 ﾠ	
 ﾠ
5.  CREDITS:	
 ﾠthis	
 ﾠsection	
 ﾠcontains	
 ﾠcredits	
 ﾠand	
 ﾠcontacts.	
 ﾠ
	
 ﾠ
	
 ﾠ
FIGURE	
 ﾠ4.7	
 ﾠ-ﾭ‐	
 ﾠCREDITS	
 ﾠPAGE	
 ﾠ
	
 ﾠ
4.2.2  ARCHITECTURE	
 ﾠ
As	
 ﾠalready	
 ﾠsaid	
 ﾠthe	
 ﾠapplication	
 ﾠis	
 ﾠa	
 ﾠmix	
 ﾠof	
 ﾠCocoa	
 ﾠframeworks	
 ﾠand	
 ﾠSparrow:	
 ﾠin	
 ﾠ
fact	
 ﾠthe	
 ﾠlaunching	
 ﾠphase	
 ﾠis	
 ﾠthe	
 ﾠsame	
 ﾠof	
 ﾠa	
 ﾠnormal	
 ﾠCocoa	
 ﾠTouch	
 ﾠapplication	
 ﾠand	
 ﾠ
the	
 ﾠ first	
 ﾠ initializations	
 ﾠ are	
 ﾠ done	
 ﾠ in	
 ﾠ the	
 ﾠ view	
 ﾠ delegate	
 ﾠ methods	
 ﾠ in	
 ﾠ the	
 ﾠ
application	
 ﾠ delegate	
 ﾠ class
9.	
 ﾠ By	
 ﾠ the	
 ﾠ way,	
 ﾠ we	
 ﾠ report	
 ﾠ here	
 ﾠ the	
 ﾠ classes	
 ﾠ of	
 ﾠ the	
 ﾠ
Model,	
 ﾠof	
 ﾠthe	
 ﾠView	
 ﾠand	
 ﾠof	
 ﾠthe	
 ﾠController:	
 ﾠ
•  MODEL:	
 ﾠ	
 ﾠ
CLASS	
 ﾠ SUBCLASS	
 ﾠOF	
 ﾠ
PageSprite	
 ﾠ SPSprite	
 ﾠ
Page1Sprite	
 ﾠ PageSprite	
 ﾠ
Page3Sprite	
 ﾠ PageSprite	
 ﾠ
	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ
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 ﾠThe	
 ﾠapplication	
 ﾠdelegate	
 ﾠis	
 ﾠthe	
 ﾠmost	
 ﾠimportant	
 ﾠclass	
 ﾠused	
 ﾠat	
 ﾠapplication	
 ﾠlaunching.	
 ﾠIt	
 ﾠdeals	
 ﾠwith	
 ﾠ
controlling	
 ﾠthe	
 ﾠmain	
 ﾠwindow	
 ﾠand	
 ﾠapplication	
 ﾠinitializing.	
 ﾠ	
 ﾠ 	
 ﾠ
	
 ﾠ
	
 ﾠ
…	
 ﾠ …	
 ﾠ
Page12Sprite	
 ﾠ PageSprite	
 ﾠ
	
 ﾠ
Each	
 ﾠof	
 ﾠthese	
 ﾠclasses	
 ﾠis	
 ﾠan	
 ﾠextension	
 ﾠof	
 ﾠthe	
 ﾠSparrow	
 ﾠclass	
 ﾠSPSprite	
 ﾠ
and	
 ﾠit	
 ﾠis	
 ﾠused	
 ﾠto	
 ﾠgroup	
 ﾠelements	
 ﾠof	
 ﾠa	
 ﾠparticular	
 ﾠpage.	
 ﾠFor	
 ﾠexample,	
 ﾠ
if	
 ﾠpage	
 ﾠi	
 ﾠcontains	
 ﾠtwo	
 ﾠimages	
 ﾠand	
 ﾠa	
 ﾠsound,	
 ﾠthey	
 ﾠwill	
 ﾠbe	
 ﾠembedded	
 ﾠ
in	
 ﾠclass	
 ﾠPageiSprite	
 ﾠ(more	
 ﾠspecifically,	
 ﾠin	
 ﾠthe	
 ﾠinit method	
 ﾠof	
 ﾠthe	
 ﾠ
class	
 ﾠthere	
 ﾠwill	
 ﾠbe	
 ﾠcode	
 ﾠto	
 ﾠload	
 ﾠimages	
 ﾠand	
 ﾠthe	
 ﾠsound).	
 ﾠThe	
 ﾠfirst	
 ﾠ
class	
 ﾠ(PageSprite)	
 ﾠis	
 ﾠthe	
 ﾠbase	
 ﾠclass	
 ﾠthat	
 ﾠextends	
 ﾠSPSprite,	
 ﾠand	
 ﾠall	
 ﾠ
the	
 ﾠ others,	
 ﾠ in	
 ﾠ turn,	
 ﾠ inherit	
 ﾠ from	
 ﾠ it.	
 ﾠ This	
 ﾠ solution	
 ﾠ was	
 ﾠ adopted	
 ﾠ
because	
 ﾠevery	
 ﾠpage	
 ﾠhas	
 ﾠsome	
 ﾠtext	
 ﾠand	
 ﾠsounds.	
 ﾠTherefore,	
 ﾠthe	
 ﾠbase	
 ﾠ
class	
 ﾠ is	
 ﾠ responsible	
 ﾠ for	
 ﾠ loading	
 ﾠ texts	
 ﾠ and	
 ﾠ sounds	
 ﾠ (from	
 ﾠ a	
 ﾠ very	
 ﾠ
simple	
 ﾠ and	
 ﾠ basic	
 ﾠ plist
10	
 ﾠfile).	
 ﾠ Other	
 ﾠ classes	
 ﾠ extend	
 ﾠ the	
 ﾠ base	
 ﾠ
behaviour	
 ﾠadding	
 ﾠthe	
 ﾠparticular	
 ﾠobjects	
 ﾠthat	
 ﾠwe	
 ﾠwant	
 ﾠto	
 ﾠshow	
 ﾠin	
 ﾠ
the	
 ﾠrelated	
 ﾠpage.	
 ﾠNote	
 ﾠthat	
 ﾠsome	
 ﾠpages	
 ﾠare	
 ﾠmade	
 ﾠonly	
 ﾠof	
 ﾠtexts,	
 ﾠ
sounds	
 ﾠand	
 ﾠof	
 ﾠa	
 ﾠbackground	
 ﾠimage,	
 ﾠtherefore	
 ﾠit	
 ﾠwas	
 ﾠnot	
 ﾠnecessary	
 ﾠ
extending	
 ﾠthe	
 ﾠbase	
 ﾠclass	
 ﾠPageSprite	
 ﾠto	
 ﾠrepresent	
 ﾠthem.	
 ﾠThis	
 ﾠis	
 ﾠwhy	
 ﾠ
in	
 ﾠthe	
 ﾠtable	
 ﾠabove	
 ﾠwe	
 ﾠdid	
 ﾠnot	
 ﾠenumerate	
 ﾠcompletely	
 ﾠthe	
 ﾠsprites	
 ﾠ
from	
 ﾠthe	
 ﾠfirst	
 ﾠto	
 ﾠthe	
 ﾠlast.	
 ﾠ
•  VIEW:	
 ﾠ	
 ﾠ
o  IntroView	
 ﾠ
o  MenuView	
 ﾠ
o  ReadView	
 ﾠ
o  ButtonsView	
 ﾠ
o  IndexView	
 ﾠ
o  SettingsView	
 ﾠ
o  AboutView	
 ﾠ
o  GameView	
 ﾠ
o  JigsawView	
 ﾠ
o  PaintView	
 ﾠ
o  SparrowView	
 ﾠ
These	
 ﾠclasses	
 ﾠare	
 ﾠthe	
 ﾠxib	
 ﾠfiles	
 ﾠ	
 ﾠconstructed	
 ﾠin	
 ﾠthe	
 ﾠInterface	
 ﾠBuilder,	
 ﾠ
for	
 ﾠeach	
 ﾠof	
 ﾠwhich	
 ﾠthere	
 ﾠis	
 ﾠa	
 ﾠController.	
 ﾠThe	
 ﾠlast	
 ﾠone	
 ﾠis	
 ﾠa	
 ﾠsubclass	
 ﾠof	
 ﾠ
SPView,	
 ﾠa	
 ﾠSparrow	
 ﾠobject	
 ﾠused	
 ﾠas	
 ﾠa	
 ﾠbridge	
 ﾠfrom	
 ﾠCocoa	
 ﾠto	
 ﾠSparrow:	
 ﾠ
inside	
 ﾠSPViews	
 ﾠit	
 ﾠis	
 ﾠpossible	
 ﾠto	
 ﾠrender	
 ﾠSparrow	
 ﾠobjects	
 ﾠlike	
 ﾠimages,	
 ﾠ
text,	
 ﾠand	
 ﾠstuff	
 ﾠlike	
 ﾠthat.	
 ﾠ
•  CONTROLLER:	
 ﾠ	
 ﾠ
	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ
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 ﾠFor	
 ﾠmore	
 ﾠdetails	
 ﾠabout	
 ﾠproperty	
 ﾠlists,	
 ﾠsee	
 ﾠAppendix.	
 ﾠ	
 ﾠ
o  IntroViewController:	
 ﾠ it	
 ﾠ deals	
 ﾠ with	
 ﾠ showing	
 ﾠ an	
 ﾠ index	
 ﾠ and	
 ﾠ
bringing	
 ﾠ the	
 ﾠ user	
 ﾠ to	
 ﾠ the	
 ﾠ right	
 ﾠ page	
 ﾠ when	
 ﾠ he	
 ﾠ taps	
 ﾠ on	
 ﾠ a	
 ﾠ
particular	
 ﾠminiature;	
 ﾠ
o  MenuViewController:	
 ﾠ it’s	
 ﾠ the	
 ﾠ main	
 ﾠ menu	
 ﾠ controller,	
 ﾠ and	
 ﾠ it	
 ﾠ
deals	
 ﾠ with	
 ﾠ pushing	
 ﾠ other	
 ﾠ controllers	
 ﾠ on	
 ﾠ its	
 ﾠ navigation	
 ﾠ
controller;	
 ﾠ
o  ReadViewController:	
 ﾠit	
 ﾠis	
 ﾠresponsible	
 ﾠfor	
 ﾠstarting	
 ﾠthe	
 ﾠfirst	
 ﾠpage	
 ﾠ
of	
 ﾠthe	
 ﾠbook,	
 ﾠcontaining	
 ﾠthe	
 ﾠtitle.	
 ﾠThe	
 ﾠfirst	
 ﾠpage	
 ﾠdoes	
 ﾠnot	
 ﾠuse	
 ﾠ
Sparrow.	
 ﾠThe	
 ﾠ“Next”	
 ﾠbutton	
 ﾠof	
 ﾠthis	
 ﾠpage	
 ﾠis	
 ﾠbound	
 ﾠto	
 ﾠan	
 ﾠaction,	
 ﾠ
which	
 ﾠadds	
 ﾠan	
 ﾠinstace	
 ﾠof	
 ﾠSparrowView	
 ﾠclass	
 ﾠin	
 ﾠthe	
 ﾠReadView.	
 ﾠ
SparrowView	
 ﾠis	
 ﾠa	
 ﾠsubclass	
 ﾠof	
 ﾠSPView,	
 ﾠthe	
 ﾠbase	
 ﾠSparrow	
 ﾠview	
 ﾠ
class	
 ﾠused	
 ﾠto	
 ﾠrender	
 ﾠthe	
 ﾠcontents	
 ﾠof	
 ﾠa	
 ﾠpage
11.	
 ﾠSPView	
 ﾠand	
 ﾠthe	
 ﾠ
Game	
 ﾠclass	
 ﾠare	
 ﾠinstantiated	
 ﾠin	
 ﾠthe	
 ﾠapplication	
 ﾠdelegate	
 ﾠclass.	
 ﾠ	
 ﾠ
o  ButtonsViewController:	
 ﾠ this	
 ﾠ controller	
 ﾠ is	
 ﾠ responsible	
 ﾠ for	
 ﾠ
changing	
 ﾠpages	
 ﾠof	
 ﾠthe	
 ﾠbook;	
 ﾠmore	
 ﾠspecifically,	
 ﾠit	
 ﾠnotifies	
 ﾠthe	
 ﾠ
stage
12	
 ﾠtelling	
 ﾠit	
 ﾠto	
 ﾠupdate	
 ﾠthe	
 ﾠscreen	
 ﾠwith	
 ﾠthe	
 ﾠnext	
 ﾠor	
 ﾠprevious	
 ﾠ
page.	
 ﾠIt	
 ﾠalso	
 ﾠcontrols	
 ﾠrecording	
 ﾠbuttons.	
 ﾠ
o  IndexViewController:	
 ﾠit	
 ﾠcontrols	
 ﾠthe	
 ﾠindex	
 ﾠand	
 ﾠallocates	
 ﾠthe	
 ﾠ
right	
 ﾠpageSprite	
 ﾠwhen	
 ﾠthe	
 ﾠuser	
 ﾠwants	
 ﾠto	
 ﾠgo	
 ﾠto	
 ﾠa	
 ﾠspecific	
 ﾠpage.	
 ﾠ
o  SettingsViewController:	
 ﾠit	
 ﾠcontrols	
 ﾠthe	
 ﾠoptions	
 ﾠmenu.	
 ﾠ
o  AboutViewController:	
 ﾠit	
 ﾠis	
 ﾠthe	
 ﾠcontroller	
 ﾠof	
 ﾠthe	
 ﾠcredits	
 ﾠview.	
 ﾠIt	
 ﾠ
does	
 ﾠnothing	
 ﾠbut	
 ﾠpopping	
 ﾠitself	
 ﾠfrom	
 ﾠthe	
 ﾠnavigation	
 ﾠcontroller	
 ﾠ
when	
 ﾠclicking	
 ﾠon	
 ﾠthe	
 ﾠ“previous”	
 ﾠbutton.	
 ﾠ
o  GameViewController:	
 ﾠit	
 ﾠdeals	
 ﾠwith	
 ﾠshowing	
 ﾠthe	
 ﾠgame	
 ﾠmenu,	
 ﾠit	
 ﾠ
lets	
 ﾠthe	
 ﾠuser	
 ﾠchoose	
 ﾠwhich	
 ﾠgame	
 ﾠhe	
 ﾠwants	
 ﾠto	
 ﾠplay	
 ﾠwith	
 ﾠand	
 ﾠit	
 ﾠ
starts	
 ﾠthe	
 ﾠchosen	
 ﾠone.	
 ﾠ
o  JigsawViewController:	
 ﾠit	
 ﾠdeals	
 ﾠwith	
 ﾠthe	
 ﾠpuzzle	
 ﾠgame;	
 ﾠit	
 ﾠacts	
 ﾠin	
 ﾠ
synergy	
 ﾠwith	
 ﾠPieceView,	
 ﾠBackgroundView	
 ﾠand	
 ﾠJigSawHandler	
 ﾠ
as	
 ﾠa	
 ﾠsingle	
 ﾠMVC.	
 ﾠ
o  PaintViewController:	
 ﾠ controller	
 ﾠ used	
 ﾠ to	
 ﾠ manage	
 ﾠ the	
 ﾠ paint	
 ﾠ
game	
 ﾠ
o  Game:	
 ﾠ	
 ﾠthis	
 ﾠclass	
 ﾠis	
 ﾠan	
 ﾠextension	
 ﾠof	
 ﾠthe	
 ﾠSPStage	
 ﾠSparrow	
 ﾠclass,	
 ﾠ
and	
 ﾠ it	
 ﾠ used	
 ﾠ as	
 ﾠ the	
 ﾠ container	
 ﾠ of	
 ﾠ Sparrow	
 ﾠ objects,	
 ﾠ such	
 ﾠ as	
 ﾠ
images,	
 ﾠtexts	
 ﾠand	
 ﾠeverything	
 ﾠthat	
 ﾠhas	
 ﾠto	
 ﾠbe	
 ﾠrendered	
 ﾠon	
 ﾠthe	
 ﾠ
screen	
 ﾠthrough	
 ﾠSparrow.	
 ﾠIt	
 ﾠreceives	
 ﾠnotifications
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 ﾠthat	
 ﾠtell	
 ﾠit	
 ﾠ
to	
 ﾠstart	
 ﾠi-ﾭ‐th	
 ﾠpage	
 ﾠand	
 ﾠit	
 ﾠuses	
 ﾠthe	
 ﾠmodel	
 ﾠpart	
 ﾠof	
 ﾠthe	
 ﾠapplication	
 ﾠ
to	
 ﾠ load	
 ﾠ the	
 ﾠ proper	
 ﾠ page.	
 ﾠ The	
 ﾠ Game	
 ﾠ class	
 ﾠ is	
 ﾠ not	
 ﾠ a	
 ﾠ real	
 ﾠ
controller,	
 ﾠ in	
 ﾠ the	
 ﾠ sense	
 ﾠ that	
 ﾠ it	
 ﾠ does	
 ﾠ not	
 ﾠ extend	
 ﾠ the	
 ﾠ
UIViewController	
 ﾠbase	
 ﾠclass,	
 ﾠand	
 ﾠit	
 ﾠdoes	
 ﾠnot	
 ﾠuse	
 ﾠmechanisms	
 ﾠ
used	
 ﾠin	
 ﾠa	
 ﾠclassical	
 ﾠcontroller.	
 ﾠNevertheless	
 ﾠit	
 ﾠbehaves	
 ﾠlike	
 ﾠa	
 ﾠ
controller	
 ﾠfor	
 ﾠthe	
 ﾠSparrowView.	
 ﾠ
	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ
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 ﾠFor	
 ﾠa	
 ﾠmore	
 ﾠdetailed	
 ﾠexplanation	
 ﾠof	
 ﾠSparrow,	
 ﾠplease	
 ﾠvisit	
 ﾠhttp://wiki.sparrow-ﾭ‐
framework.org/start	
 ﾠ
12	
 ﾠIn	
 ﾠorder	
 ﾠto	
 ﾠdiscover	
 ﾠwhat	
 ﾠis	
 ﾠthe	
 ﾠstage,	
 ﾠsee	
 ﾠ“Game”	
 ﾠclass	
 ﾠin	
 ﾠthis	
 ﾠlist.	
 ﾠ
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 ﾠFor	
 ﾠmore	
 ﾠdetails	
 ﾠabout	
 ﾠnotifications,	
 ﾠsee	
 ﾠAppendix	
 ﾠ(“Communicating	
 ﾠwith	
 ﾠobjects	
 ﾠin	
 ﾠCocoa”	
 ﾠ
paragraph).	
 ﾠ	
 ﾠ 	
 ﾠ
	
 ﾠ
	
 ﾠ
o  BBChissàObjectStore:	
 ﾠit	
 ﾠis	
 ﾠa	
 ﾠsingleton	
 ﾠobject	
 ﾠthat	
 ﾠkeeps	
 ﾠthe	
 ﾠ
current	
 ﾠ page	
 ﾠ numbers	
 ﾠ synchronized	
 ﾠ with	
 ﾠ the	
 ﾠ
ButtonsViewController	
 ﾠand	
 ﾠthe	
 ﾠGame	
 ﾠclass.	
 ﾠ
All	
 ﾠthe	
 ﾠclasses	
 ﾠexcept	
 ﾠthe	
 ﾠlast	
 ﾠtwo	
 ﾠare	
 ﾠquite	
 ﾠordinary	
 ﾠcontroller	
 ﾠ
classes.	
 ﾠThey	
 ﾠembed	
 ﾠview	
 ﾠcontrol	
 ﾠlogic,	
 ﾠlike	
 ﾠimplementations	
 ﾠof	
 ﾠ
actions,	
 ﾠ setting	
 ﾠ up	
 ﾠ of	
 ﾠ the	
 ﾠ views,	
 ﾠ and	
 ﾠ communicate	
 ﾠ with	
 ﾠ the	
 ﾠ
underlying	
 ﾠ model.	
 ﾠ Communications	
 ﾠ between	
 ﾠ the	
 ﾠ three	
 ﾠ
architecture	
 ﾠcomponents	
 ﾠ(Model,	
 ﾠView	
 ﾠand	
 ﾠController)	
 ﾠare	
 ﾠdone	
 ﾠ
via	
 ﾠnotifications	
 ﾠor	
 ﾠvia	
 ﾠthe	
 ﾠactions	
 ﾠscheme.	
 ﾠ
In	
 ﾠthe	
 ﾠfollowing	
 ﾠpage	
 ﾠwe	
 ﾠcan	
 ﾠsee	
 ﾠa	
 ﾠgraphical	
 ﾠrepresentation	
 ﾠof	
 ﾠthe	
 ﾠarchitecture	
 ﾠ
of	
 ﾠthe	
 ﾠapplication.	
 ﾠ
	
 ﾠ 	
 ﾠ	
 ﾠ
	
 ﾠ
FIGURE	
 ﾠ4.8	
 ﾠ-ﾭ‐	
 ﾠMVC	
 ﾠARCHITECTURE	
 ﾠOF	
 ﾠCHISSÀ	
 ﾠ
	
 ﾠ	
 ﾠ 	
 ﾠ
	
 ﾠ
	
 ﾠ
4.3  WHY	
 ﾠA	
 ﾠSOFTWARE	
 ﾠFRAMEWORK?	
 ﾠ
In	
 ﾠthe	
 ﾠanalysis	
 ﾠphase	
 ﾠAltera	
 ﾠdevelopers	
 ﾠfound	
 ﾠtwo	
 ﾠpossible	
 ﾠpatterns	
 ﾠto	
 ﾠdevelop	
 ﾠ
the	
 ﾠapplication:	
 ﾠ
1.  Hardcoding
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 ﾠevery	
 ﾠfeature	
 ﾠof	
 ﾠthe	
 ﾠbook	
 ﾠ(as	
 ﾠin	
 ﾠ“Chissà”).	
 ﾠ
2.  Constructing	
 ﾠa	
 ﾠframework	
 ﾠto	
 ﾠmake	
 ﾠcommon	
 ﾠfunctions,	
 ﾠalgorithms	
 ﾠand	
 ﾠ
data	
 ﾠstructures	
 ﾠreusable	
 ﾠwhen	
 ﾠdeveloping	
 ﾠother	
 ﾠbooks	
 ﾠand	
 ﾠusing	
 ﾠan	
 ﾠ
external	
 ﾠfile	
 ﾠto	
 ﾠrepresent	
 ﾠfeatures.	
 ﾠ	
 ﾠ
It	
 ﾠsoon	
 ﾠbecame	
 ﾠclear	
 ﾠthat	
 ﾠthe	
 ﾠfirst	
 ﾠsolution	
 ﾠwould	
 ﾠhave	
 ﾠbeen	
 ﾠfaster	
 ﾠto	
 ﾠrealize	
 ﾠat	
 ﾠ
the	
 ﾠbeginning,	
 ﾠbut	
 ﾠit	
 ﾠwould	
 ﾠnot	
 ﾠhave	
 ﾠbeen	
 ﾠscalable.	
 ﾠIn	
 ﾠfact,	
 ﾠembedding	
 ﾠevery	
 ﾠ
feature	
 ﾠof	
 ﾠthe	
 ﾠbook	
 ﾠin	
 ﾠcode	
 ﾠis	
 ﾠeasy	
 ﾠto	
 ﾠdo	
 ﾠat	
 ﾠthe	
 ﾠbeginning,	
 ﾠbut	
 ﾠit	
 ﾠdoes	
 ﾠnot	
 ﾠlet	
 ﾠ
the	
 ﾠprogrammer	
 ﾠreuse	
 ﾠthe	
 ﾠcode	
 ﾠwritten	
 ﾠin	
 ﾠthe	
 ﾠprevious	
 ﾠbook	
 ﾠfor	
 ﾠthe	
 ﾠnext	
 ﾠone.	
 ﾠ
The	
 ﾠidea	
 ﾠthis	
 ﾠfirst	
 ﾠsolution	
 ﾠis	
 ﾠbased	
 ﾠon	
 ﾠis	
 ﾠto	
 ﾠdesign	
 ﾠa	
 ﾠclass	
 ﾠfor	
 ﾠevery	
 ﾠpage	
 ﾠof	
 ﾠthe	
 ﾠ
book.	
 ﾠAs	
 ﾠwe	
 ﾠhave	
 ﾠseen	
 ﾠin	
 ﾠthe	
 ﾠlast	
 ﾠparagraph,	
 ﾠeach	
 ﾠclass	
 ﾠembeds	
 ﾠdata	
 ﾠabout	
 ﾠ
almost	
 ﾠevery	
 ﾠfeature	
 ﾠof	
 ﾠthe	
 ﾠpage,	
 ﾠsuch	
 ﾠas	
 ﾠtexts,	
 ﾠsounds,	
 ﾠimages,	
 ﾠanimations,	
 ﾠ
and	
 ﾠinformation	
 ﾠabout	
 ﾠthe	
 ﾠtriggering	
 ﾠof	
 ﾠan	
 ﾠelement	
 ﾠby	
 ﾠanother	
 ﾠone	
 ﾠ(in	
 ﾠreality	
 ﾠ
we	
 ﾠhave	
 ﾠseen	
 ﾠthat	
 ﾠtext	
 ﾠand	
 ﾠsounds	
 ﾠare	
 ﾠloaded	
 ﾠfrom	
 ﾠa	
 ﾠbasic	
 ﾠplist,	
 ﾠbut	
 ﾠthe	
 ﾠvery	
 ﾠ
first	
 ﾠconcept	
 ﾠdid	
 ﾠnot	
 ﾠprovide	
 ﾠthis	
 ﾠfeature).	
 ﾠIt	
 ﾠbecomes	
 ﾠclear	
 ﾠthat	
 ﾠthis	
 ﾠkind	
 ﾠof	
 ﾠ
code	
 ﾠis	
 ﾠdefinitely	
 ﾠnot	
 ﾠreusable:	
 ﾠevery	
 ﾠpage	
 ﾠof	
 ﾠa	
 ﾠbook	
 ﾠis	
 ﾠdifferent	
 ﾠfrom	
 ﾠanother	
 ﾠ
one,	
 ﾠand	
 ﾠso	
 ﾠare	
 ﾠthe	
 ﾠclasses	
 ﾠthat	
 ﾠcodify	
 ﾠthe	
 ﾠpages.	
 ﾠIn	
 ﾠthis	
 ﾠsolution	
 ﾠevery	
 ﾠbook	
 ﾠis	
 ﾠ
a	
 ﾠnew	
 ﾠapplication,	
 ﾠand,	
 ﾠbuilding	
 ﾠa	
 ﾠnew	
 ﾠone,	
 ﾠresults	
 ﾠin	
 ﾠa	
 ﾠnew	
 ﾠdesign	
 ﾠphase	
 ﾠof	
 ﾠ
every	
 ﾠpage,	
 ﾠfollowed	
 ﾠby	
 ﾠrewriting	
 ﾠthem	
 ﾠfrom	
 ﾠscratch.	
 ﾠObviously	
 ﾠthis	
 ﾠsolution	
 ﾠis	
 ﾠ
fast	
 ﾠfor	
 ﾠthe	
 ﾠfirst	
 ﾠbook,	
 ﾠbut	
 ﾠit	
 ﾠdoes	
 ﾠnot	
 ﾠpermit	
 ﾠto	
 ﾠexploit	
 ﾠthe	
 ﾠcommon	
 ﾠaspects	
 ﾠof	
 ﾠ
every	
 ﾠinteractive	
 ﾠbook	
 ﾠto	
 ﾠbuild	
 ﾠthe	
 ﾠfollowing	
 ﾠones	
 ﾠin	
 ﾠa	
 ﾠfaster	
 ﾠway.	
 ﾠIn	
 ﾠa	
 ﾠlong	
 ﾠ
lasting	
 ﾠperspective	
 ﾠthis	
 ﾠsolution	
 ﾠbecomes	
 ﾠa	
 ﾠtotal	
 ﾠfailure.	
 ﾠ
The	
 ﾠsecond	
 ﾠsolution	
 ﾠuses	
 ﾠa	
 ﾠdifferent	
 ﾠapproach:	
 ﾠit	
 ﾠstarts	
 ﾠfrom	
 ﾠthe	
 ﾠfact	
 ﾠ
that	
 ﾠevery	
 ﾠinteractive	
 ﾠbook	
 ﾠhas	
 ﾠcommon	
 ﾠfeatures:	
 ﾠ
•  They	
 ﾠare	
 ﾠall	
 ﾠmade	
 ﾠof	
 ﾠtexts,	
 ﾠimages,	
 ﾠand	
 ﾠsounds.	
 ﾠ
•  The	
 ﾠanimation	
 ﾠsystem	
 ﾠis	
 ﾠalways	
 ﾠthe	
 ﾠsame.	
 ﾠ
•  Objects	
 ﾠcan	
 ﾠbe	
 ﾠdragged	
 ﾠaround	
 ﾠthe	
 ﾠscreen	
 ﾠin	
 ﾠevery	
 ﾠbook.	
 ﾠ
Taking	
 ﾠaccount	
 ﾠof	
 ﾠthese	
 ﾠcommon	
 ﾠfeatures,	
 ﾠwe	
 ﾠcan	
 ﾠconclude	
 ﾠit	
 ﾠis	
 ﾠpossible	
 ﾠto	
 ﾠ
construct	
 ﾠ a	
 ﾠ set	
 ﾠ of	
 ﾠ reusable	
 ﾠ classes	
 ﾠ representing	
 ﾠ the	
 ﾠ application:	
 ﾠ the	
 ﾠ most	
 ﾠ
important	
 ﾠidea	
 ﾠis	
 ﾠto	
 ﾠuse	
 ﾠa	
 ﾠfile	
 ﾠto	
 ﾠrepresent	
 ﾠtext,	
 ﾠimages,	
 ﾠsounds	
 ﾠand	
 ﾠso	
 ﾠon.	
 ﾠIn	
 ﾠ
this	
 ﾠway,	
 ﾠthe	
 ﾠapplication	
 ﾠitself	
 ﾠwill	
 ﾠnot	
 ﾠembed	
 ﾠdata	
 ﾠanymore,	
 ﾠbut	
 ﾠit	
 ﾠwill	
 ﾠload	
 ﾠ
information	
 ﾠ about	
 ﾠ the	
 ﾠ book	
 ﾠ from	
 ﾠ this	
 ﾠ file.	
 ﾠ Thus,	
 ﾠ we	
 ﾠ can	
 ﾠ also	
 ﾠ construct	
 ﾠ a	
 ﾠ
framework	
 ﾠthat	
 ﾠwill	
 ﾠcontain	
 ﾠthe	
 ﾠneeded	
 ﾠset	
 ﾠof	
 ﾠfunctions,	
 ﾠdata	
 ﾠstructures	
 ﾠand	
 ﾠ
logic	
 ﾠto	
 ﾠread	
 ﾠdata	
 ﾠin	
 ﾠthe	
 ﾠfile	
 ﾠand	
 ﾠto	
 ﾠshow	
 ﾠcontents	
 ﾠof	
 ﾠthe	
 ﾠinteractive	
 ﾠbook.	
 ﾠThis	
 ﾠ
way	
 ﾠof	
 ﾠdesigning	
 ﾠthe	
 ﾠapplication	
 ﾠhas	
 ﾠa	
 ﾠbig	
 ﾠadvantage:	
 ﾠwhen	
 ﾠthe	
 ﾠprogram	
 ﾠwill	
 ﾠ
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 ﾠHard	
 ﾠcoding	
 ﾠ(also,	
 ﾠhard-ﾭ‐coding	
 ﾠor	
 ﾠhardcoding)	
 ﾠrefers	
 ﾠto	
 ﾠthe	
 ﾠsoftware	
 ﾠdevelopment	
 ﾠpractice	
 ﾠof	
 ﾠ
embedding	
 ﾠwhat	
 ﾠmay,	
 ﾠperhaps	
 ﾠonly	
 ﾠin	
 ﾠretrospect,	
 ﾠbe	
 ﾠregarded	
 ﾠas	
 ﾠinput	
 ﾠor	
 ﾠconfiguration	
 ﾠdata	
 ﾠ
directly	
 ﾠinto	
 ﾠthe	
 ﾠsource	
 ﾠcode	
 ﾠof	
 ﾠa	
 ﾠprogram	
 ﾠor	
 ﾠother	
 ﾠexecutable	
 ﾠobject,	
 ﾠor	
 ﾠfixed	
 ﾠformatting	
 ﾠof	
 ﾠthe	
 ﾠ
data,	
 ﾠinstead	
 ﾠof	
 ﾠobtaining	
 ﾠthat	
 ﾠdata	
 ﾠfrom	
 ﾠexternal	
 ﾠsources	
 ﾠor	
 ﾠgenerating	
 ﾠdata	
 ﾠor	
 ﾠformatting	
 ﾠin	
 ﾠ
the	
 ﾠprogram	
 ﾠitself	
 ﾠwith	
 ﾠthe	
 ﾠgiven	
 ﾠinput	
 ﾠ(Hard-ﾭ‐coding).	
 ﾠ	
 ﾠ
be	
 ﾠcompleted,	
 ﾠmodifying	
 ﾠthe	
 ﾠdata	
 ﾠfile	
 ﾠto	
 ﾠcreate	
 ﾠa	
 ﾠnew	
 ﾠbook	
 ﾠfrom	
 ﾠscratch	
 ﾠwill	
 ﾠ
be	
 ﾠenough,	
 ﾠsaving	
 ﾠa	
 ﾠvery	
 ﾠlarge	
 ﾠamount	
 ﾠof	
 ﾠtime	
 ﾠand	
 ﾠeffort.	
 ﾠThis	
 ﾠkind	
 ﾠof	
 ﾠdesign	
 ﾠ
pattern	
 ﾠhas	
 ﾠalso	
 ﾠan	
 ﾠimportant	
 ﾠdrawback:	
 ﾠthe	
 ﾠamount	
 ﾠof	
 ﾠwork	
 ﾠand	
 ﾠthe	
 ﾠdifficulty	
 ﾠ
level	
 ﾠto	
 ﾠdevelop	
 ﾠthe	
 ﾠapplication	
 ﾠand	
 ﾠthe	
 ﾠframework	
 ﾠused	
 ﾠby	
 ﾠthe	
 ﾠapplication	
 ﾠare	
 ﾠ
much	
 ﾠ larger	
 ﾠ than	
 ﾠ the	
 ﾠ time	
 ﾠ to	
 ﾠ develop	
 ﾠ a	
 ﾠ book	
 ﾠ with	
 ﾠ the	
 ﾠ first	
 ﾠ pattern.	
 ﾠ The	
 ﾠ
framework	
 ﾠneeds	
 ﾠto	
 ﾠbe	
 ﾠas	
 ﾠmuch	
 ﾠgeneral	
 ﾠas	
 ﾠpossible	
 ﾠand	
 ﾠit	
 ﾠhas	
 ﾠto	
 ﾠembrace	
 ﾠ
every	
 ﾠkind	
 ﾠof	
 ﾠsituation	
 ﾠthat	
 ﾠcan	
 ﾠoccur	
 ﾠin	
 ﾠthe	
 ﾠdesign	
 ﾠof	
 ﾠan	
 ﾠinteractive	
 ﾠbook.	
 ﾠFor	
 ﾠ
example,	
 ﾠwhile	
 ﾠwith	
 ﾠthe	
 ﾠfirst	
 ﾠpattern	
 ﾠis	
 ﾠeasy	
 ﾠto	
 ﾠprogram	
 ﾠthe	
 ﾠstarting	
 ﾠof	
 ﾠa	
 ﾠtext	
 ﾠ
after	
 ﾠ a	
 ﾠ sound	
 ﾠ (roughly	
 ﾠ speaking,	
 ﾠ an	
 ﾠ event	
 ﾠ listener	
 ﾠ on	
 ﾠ the	
 ﾠ sound	
 ﾠ object	
 ﾠ is	
 ﾠ
enough),	
 ﾠthis	
 ﾠfeature	
 ﾠbecomes	
 ﾠhard	
 ﾠto	
 ﾠrepresent	
 ﾠin	
 ﾠa	
 ﾠdata	
 ﾠfile;	
 ﾠmoreover,	
 ﾠthe	
 ﾠ
application	
 ﾠneeds	
 ﾠto	
 ﾠbe	
 ﾠable	
 ﾠto	
 ﾠread	
 ﾠfrom	
 ﾠthe	
 ﾠfile	
 ﾠthat	
 ﾠtext	
 ﾠx	
 ﾠhas	
 ﾠto	
 ﾠstart	
 ﾠafter	
 ﾠ
sound	
 ﾠy.	
 ﾠWe	
 ﾠwill	
 ﾠsee	
 ﾠin	
 ﾠchapter	
 ﾠfour	
 ﾠhow	
 ﾠthese	
 ﾠproblems	
 ﾠare	
 ﾠsolved,	
 ﾠbut	
 ﾠright	
 ﾠ
now	
 ﾠ we	
 ﾠ can	
 ﾠ appreciate	
 ﾠ that	
 ﾠ there	
 ﾠ is	
 ﾠ a	
 ﾠ major	
 ﾠ difference	
 ﾠ between	
 ﾠ the	
 ﾠ two	
 ﾠ
approaches.	
 ﾠ
Being	
 ﾠ aware	
 ﾠ of	
 ﾠ all	
 ﾠ of	
 ﾠ these	
 ﾠ considerations,	
 ﾠ Altera	
 ﾠ team	
 ﾠ decided	
 ﾠ to	
 ﾠ
choose	
 ﾠthe	
 ﾠfirst	
 ﾠapproach:	
 ﾠthe	
 ﾠnecessity	
 ﾠto	
 ﾠproduce	
 ﾠa	
 ﾠbook	
 ﾠin	
 ﾠabout	
 ﾠthree	
 ﾠ
weeks
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 ﾠforced	
 ﾠthem	
 ﾠto	
 ﾠtake	
 ﾠthe	
 ﾠ”easier	
 ﾠbut	
 ﾠnot	
 ﾠscalable”	
 ﾠway	
 ﾠ(at	
 ﾠleast	
 ﾠfor	
 ﾠthe	
 ﾠ
first	
 ﾠphase	
 ﾠof	
 ﾠrelease	
 ﾠof	
 ﾠthe	
 ﾠbooks).	
 ﾠThey	
 ﾠalso	
 ﾠdecided	
 ﾠthat	
 ﾠa	
 ﾠframework	
 ﾠwould	
 ﾠ
have	
 ﾠto	
 ﾠbe	
 ﾠdeveloped.	
 ﾠImplementing	
 ﾠan	
 ﾠapplication	
 ﾠthat,	
 ﾠusing	
 ﾠthe	
 ﾠframework,	
 ﾠ
would	
 ﾠ reproduce	
 ﾠ Chissà	
 ﾠ in	
 ﾠ the	
 ﾠ same	
 ﾠ manner	
 ﾠ of	
 ﾠ the	
 ﾠ first	
 ﾠ generation	
 ﾠ of	
 ﾠ
applications	
 ﾠwas	
 ﾠthe	
 ﾠfinal	
 ﾠgoal.	
 ﾠThis	
 ﾠwould	
 ﾠhave	
 ﾠmade	
 ﾠpossible	
 ﾠto	
 ﾠmanage	
 ﾠmost	
 ﾠ
of	
 ﾠthe	
 ﾠfeatures	
 ﾠof	
 ﾠinteractive	
 ﾠbooks.	
 ﾠMore	
 ﾠspecifically,	
 ﾠwe	
 ﾠdecided	
 ﾠthat	
 ﾠthe	
 ﾠ
general	
 ﾠ capabilities	
 ﾠ that	
 ﾠ the	
 ﾠ framework	
 ﾠ should	
 ﾠ have	
 ﾠ provided	
 ﾠ would	
 ﾠ have	
 ﾠ
been:	
 ﾠ
•  Inserting	
 ﾠ images	
 ﾠ and	
 ﾠ texts	
 ﾠ at	
 ﾠ a	
 ﾠ particular	
 ﾠ position,	
 ﾠ with	
 ﾠ a	
 ﾠ specific	
 ﾠ
width,	
 ﾠheight	
 ﾠand	
 ﾠdegree	
 ﾠof	
 ﾠtransparency.	
 ﾠ
•  Inserting	
 ﾠsounds.	
 ﾠ
•  Inserting	
 ﾠmovies.	
 ﾠ
•  Animating	
 ﾠimages	
 ﾠand	
 ﾠtexts.	
 ﾠ
•  Triggering	
 ﾠwhatsoever	
 ﾠelement	
 ﾠby	
 ﾠsome	
 ﾠother	
 ﾠone.	
 ﾠ
•  Specifying	
 ﾠa	
 ﾠtransition	
 ﾠfrom	
 ﾠa	
 ﾠpage	
 ﾠto	
 ﾠthe	
 ﾠfollowing.	
 ﾠ	
 ﾠ
•  Make	
 ﾠsome	
 ﾠobjects	
 ﾠdraggable.	
 ﾠ
•  Make	
 ﾠsome	
 ﾠobjects	
 ﾠreact	
 ﾠwhen	
 ﾠtapped	
 ﾠby	
 ﾠthe	
 ﾠuser.	
 ﾠ
•  Letting	
 ﾠthe	
 ﾠuser	
 ﾠplay	
 ﾠwith	
 ﾠthe	
 ﾠpuzzle	
 ﾠor	
 ﾠthe	
 ﾠfilling	
 ﾠgame	
 ﾠpresented	
 ﾠin	
 ﾠ
4.2.1.	
 ﾠ
•  Showing	
 ﾠcredits	
 ﾠto	
 ﾠthe	
 ﾠuser.	
 ﾠ
•  Choosing	
 ﾠthe	
 ﾠlanguage	
 ﾠof	
 ﾠthe	
 ﾠbook.	
 ﾠ
•  Letting	
 ﾠ the	
 ﾠ user	
 ﾠ record	
 ﾠ his	
 ﾠ voice	
 ﾠ and	
 ﾠ listen	
 ﾠ to	
 ﾠ it.
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 ﾠBefore	
 ﾠpublishing	
 ﾠthe	
 ﾠbooks	
 ﾠon	
 ﾠthe	
 ﾠApp	
 ﾠStore	
 ﾠthey	
 ﾠdeveloped	
 ﾠit	
 ﾠto	
 ﾠshow	
 ﾠit	
 ﾠto	
 ﾠa	
 ﾠtechnology	
 ﾠ
fair.	
 ﾠ	
 ﾠ
5  SOFTWARE	
 ﾠFRAMEWORK	
 ﾠ
In	
 ﾠ this	
 ﾠ chapter	
 ﾠ we	
 ﾠ will	
 ﾠ explain	
 ﾠ the	
 ﾠ framework	
 ﾠ created	
 ﾠ to	
 ﾠ make	
 ﾠ the	
 ﾠ
development	
 ﾠ of	
 ﾠ an	
 ﾠ interactive	
 ﾠ book	
 ﾠ easier	
 ﾠ and	
 ﾠ we	
 ﾠ will	
 ﾠ talk	
 ﾠ about	
 ﾠ the	
 ﾠ
application	
 ﾠthat	
 ﾠuses	
 ﾠthe	
 ﾠframework.	
 ﾠWe	
 ﾠstart	
 ﾠdescribing	
 ﾠthe	
 ﾠdesign	
 ﾠof	
 ﾠthe	
 ﾠ
tasks	
 ﾠof	
 ﾠthe	
 ﾠapplication	
 ﾠusing	
 ﾠthe	
 ﾠframework,	
 ﾠthen	
 ﾠwe	
 ﾠgo	
 ﾠon	
 ﾠdescribing	
 ﾠevery	
 ﾠ
phase	
 ﾠof	
 ﾠthe	
 ﾠdesign	
 ﾠof	
 ﾠthe	
 ﾠframework,	
 ﾠfrom	
 ﾠthe	
 ﾠsimplest	
 ﾠfeatures	
 ﾠto	
 ﾠthe	
 ﾠmost	
 ﾠ
complicated,	
 ﾠand	
 ﾠthen	
 ﾠwe	
 ﾠconclude	
 ﾠdescribing	
 ﾠthe	
 ﾠcoding	
 ﾠsolutions	
 ﾠused	
 ﾠto	
 ﾠ
make	
 ﾠthe	
 ﾠframework	
 ﾠand	
 ﾠthe	
 ﾠapplication	
 ﾠas	
 ﾠfast	
 ﾠas	
 ﾠpossible.	
 ﾠ	
 ﾠ
5.1  THE	
 ﾠAPPLICATION	
 ﾠAND	
 ﾠTHE	
 ﾠFRAMEWORK	
 ﾠDESIGN	
 ﾠ
The	
 ﾠfirst	
 ﾠtopic	
 ﾠwas	
 ﾠfinding	
 ﾠa	
 ﾠpattern	
 ﾠto	
 ﾠbuild	
 ﾠbooks	
 ﾠin	
 ﾠa	
 ﾠfaster	
 ﾠway.	
 ﾠWe	
 ﾠstarted	
 ﾠ
from	
 ﾠthe	
 ﾠidea	
 ﾠthat	
 ﾠevery	
 ﾠinteractive	
 ﾠbook	
 ﾠhas	
 ﾠaspects	
 ﾠin	
 ﾠcommon:	
 ﾠfor	
 ﾠexample	
 ﾠ
all	
 ﾠof	
 ﾠthem	
 ﾠshow	
 ﾠimages,	
 ﾠtexts,	
 ﾠthey	
 ﾠplay	
 ﾠsounds	
 ﾠand	
 ﾠso	
 ﾠon.	
 ﾠTherefore,	
 ﾠwe	
 ﾠ
started	
 ﾠthinking	
 ﾠthat	
 ﾠthese	
 ﾠcommon	
 ﾠfeatures	
 ﾠcould	
 ﾠhave	
 ﾠbeen	
 ﾠrepresented	
 ﾠin	
 ﾠa	
 ﾠ
structured	
 ﾠway	
 ﾠby	
 ﾠusing	
 ﾠa	
 ﾠ	
 ﾠmarkup	
 ﾠlanguage	
 ﾠlike	
 ﾠXML.	
 ﾠThanks	
 ﾠto	
 ﾠXML	
 ﾠlanguage	
 ﾠ
we	
 ﾠcan	
 ﾠstore	
 ﾠdata	
 ﾠand	
 ﾠgive	
 ﾠdata	
 ﾠa	
 ﾠmeaning	
 ﾠat	
 ﾠthe	
 ﾠsame	
 ﾠtime.	
 ﾠFor	
 ﾠexample,	
 ﾠif	
 ﾠ
we	
 ﾠwant	
 ﾠto	
 ﾠdescribe	
 ﾠthe	
 ﾠposition	
 ﾠof	
 ﾠan	
 ﾠelement,	
 ﾠwe	
 ﾠcan	
 ﾠstore	
 ﾠthe	
 ﾠcoordinates	
 ﾠ
of	
 ﾠthe	
 ﾠposition	
 ﾠin	
 ﾠa	
 ﾠfile	
 ﾠof	
 ﾠthe	
 ﾠelement	
 ﾠand	
 ﾠmake	
 ﾠthem	
 ﾠmeaningful	
 ﾠfor	
 ﾠthe	
 ﾠ
application	
 ﾠby	
 ﾠinserting	
 ﾠappropriate	
 ﾠtags.	
 ﾠ	
 ﾠThus,	
 ﾠit	
 ﾠbecame	
 ﾠclear	
 ﾠthat	
 ﾠwe	
 ﾠcould	
 ﾠ
represent	
 ﾠthe	
 ﾠelements	
 ﾠof	
 ﾠa	
 ﾠpage	
 ﾠwith	
 ﾠan	
 ﾠXML	
 ﾠfile.	
 ﾠTherefore,	
 ﾠthere	
 ﾠwill	
 ﾠbe	
 ﾠan	
 ﾠ
XML	
 ﾠ file	
 ﾠ for	
 ﾠ each	
 ﾠ book,	
 ﾠ and	
 ﾠ we	
 ﾠ will	
 ﾠ have	
 ﾠ to	
 ﾠ group	
 ﾠ some	
 ﾠ common	
 ﾠ classes	
 ﾠ
together	
 ﾠin	
 ﾠorder	
 ﾠto	
 ﾠread,	
 ﾠinterpret	
 ﾠand	
 ﾠuse	
 ﾠthe	
 ﾠelements	
 ﾠrepresented	
 ﾠwith	
 ﾠthe	
 ﾠ
markup	
 ﾠlanguage.	
 ﾠThis	
 ﾠset	
 ﾠof	
 ﾠclasses	
 ﾠwill	
 ﾠmake	
 ﾠup	
 ﾠthe	
 ﾠso-ﾭ‐called	
 ﾠframework.	
 ﾠWe	
 ﾠ
designed	
 ﾠthe	
 ﾠframework	
 ﾠin	
 ﾠorder	
 ﾠto	
 ﾠbe	
 ﾠused	
 ﾠby	
 ﾠthe	
 ﾠparticular	
 ﾠapplication	
 ﾠthat	
 ﾠ
will	
 ﾠimplement	
 ﾠthe	
 ﾠcurrent	
 ﾠinteractive	
 ﾠbook.	
 ﾠ
	
 ﾠThe	
 ﾠnext	
 ﾠproblem	
 ﾠwas	
 ﾠto	
 ﾠdistinguish	
 ﾠwhat	
 ﾠshould	
 ﾠhave	
 ﾠbeen	
 ﾠdone	
 ﾠby	
 ﾠ
the	
 ﾠframework,	
 ﾠand	
 ﾠwhat	
 ﾠby	
 ﾠthe	
 ﾠapplication.	
 ﾠThe	
 ﾠmain	
 ﾠidea	
 ﾠwas	
 ﾠto	
 ﾠdelegate	
 ﾠto	
 ﾠ
the	
 ﾠframework	
 ﾠall	
 ﾠthe	
 ﾠcommon	
 ﾠaspects	
 ﾠof	
 ﾠthe	
 ﾠseveral	
 ﾠinteractive	
 ﾠbooks	
 ﾠand	
 ﾠto	
 ﾠ
the	
 ﾠapplication	
 ﾠthe	
 ﾠparticular	
 ﾠaspects	
 ﾠof	
 ﾠthem.	
 ﾠWhen	
 ﾠcreating	
 ﾠa	
 ﾠnew	
 ﾠbook,	
 ﾠwe	
 ﾠ
only	
 ﾠ need	
 ﾠ to	
 ﾠ customize	
 ﾠ the	
 ﾠ application,	
 ﾠ because	
 ﾠ the	
 ﾠ framework	
 ﾠ will	
 ﾠ have	
 ﾠ
already	
 ﾠimplemented	
 ﾠthe	
 ﾠgeneral	
 ﾠaspects	
 ﾠof	
 ﾠit;	
 ﾠin	
 ﾠmy	
 ﾠopinion	
 ﾠthis	
 ﾠis	
 ﾠthe	
 ﾠmost	
 ﾠ
powerful	
 ﾠ aspect	
 ﾠ of	
 ﾠ the	
 ﾠ strategy.	
 ﾠ In	
 ﾠ addition,	
 ﾠ the	
 ﾠ XML	
 ﾠ file	
 ﾠ will	
 ﾠ specify	
 ﾠ the	
 ﾠ
appearance	
 ﾠ and	
 ﾠ the	
 ﾠ behaviour	
 ﾠ of	
 ﾠ the	
 ﾠ scenes	
 ﾠ of	
 ﾠ the	
 ﾠ book.	
 ﾠ Therefore,	
 ﾠ
connecting	
 ﾠthe	
 ﾠnew	
 ﾠapplication	
 ﾠto	
 ﾠthe	
 ﾠframework	
 ﾠand	
 ﾠusing	
 ﾠits	
 ﾠclasses	
 ﾠwill	
 ﾠbe	
 ﾠ
enough	
 ﾠto	
 ﾠcreate	
 ﾠa	
 ﾠnew	
 ﾠinteractive	
 ﾠbook.	
 ﾠThe	
 ﾠframework	
 ﾠwill	
 ﾠbe	
 ﾠused	
 ﾠto	
 ﾠread	
 ﾠ
the	
 ﾠdescription	
 ﾠof	
 ﾠthe	
 ﾠbook	
 ﾠfrom	
 ﾠthe	
 ﾠnew	
 ﾠXML	
 ﾠfile	
 ﾠconstructed	
 ﾠad	
 ﾠhoc,	
 ﾠusing	
 ﾠ
the	
 ﾠeditor	
 ﾠor	
 ﾠby	
 ﾠsimply	
 ﾠediting	
 ﾠits	
 ﾠXML	
 ﾠstructure.	
 ﾠ	
 ﾠ
The	
 ﾠ following	
 ﾠ problem	
 ﾠ was	
 ﾠ to	
 ﾠ define	
 ﾠ the	
 ﾠ general	
 ﾠ aspects	
 ﾠ of	
 ﾠ every	
 ﾠ
interactive	
 ﾠbook.	
 ﾠNote	
 ﾠthat	
 ﾠthis	
 ﾠstrategy	
 ﾠcreates	
 ﾠsome	
 ﾠconstraints	
 ﾠfor	
 ﾠwhat	
 ﾠwe	
 ﾠ
can	
 ﾠrepresent	
 ﾠwith	
 ﾠthe	
 ﾠframework,	
 ﾠand	
 ﾠtherefore	
 ﾠfor	
 ﾠwhat	
 ﾠwe	
 ﾠcan	
 ﾠrepresent	
 ﾠin	
 ﾠ
a	
 ﾠfast	
 ﾠway	
 ﾠ(i.e.	
 ﾠwithout	
 ﾠwriting	
 ﾠobjective-ﾭ‐c	
 ﾠcode).	
 ﾠThese	
 ﾠconstraints	
 ﾠare	
 ﾠstrictly	
 ﾠ
related	
 ﾠto	
 ﾠthe	
 ﾠdesign	
 ﾠof	
 ﾠthe	
 ﾠXML	
 ﾠfile.	
 ﾠThink	
 ﾠabout	
 ﾠinserting	
 ﾠa	
 ﾠtriangle	
 ﾠshape	
 ﾠin	
 ﾠa	
 ﾠ
page:	
 ﾠwe	
 ﾠhave	
 ﾠto	
 ﾠcreate	
 ﾠa	
 ﾠmechanism	
 ﾠto	
 ﾠrepresent	
 ﾠit	
 ﾠin	
 ﾠthe	
 ﾠXML	
 ﾠfile	
 ﾠand	
 ﾠa	
 ﾠway	
 ﾠ
to	
 ﾠinterpret	
 ﾠit	
 ﾠthe	
 ﾠframework.	
 ﾠTherefore,	
 ﾠto	
 ﾠextend	
 ﾠthe	
 ﾠpower	
 ﾠof	
 ﾠthe	
 ﾠXML	
 ﾠfile,	
 ﾠ
we	
 ﾠshould	
 ﾠextend	
 ﾠthe	
 ﾠcapabilities	
 ﾠof	
 ﾠthe	
 ﾠframework	
 ﾠat	
 ﾠthe	
 ﾠsame	
 ﾠtime.	
 ﾠ	
 ﾠ	
 ﾠ 	
 ﾠ
	
 ﾠ
	
 ﾠ
We	
 ﾠdecided	
 ﾠthat	
 ﾠthe	
 ﾠdata	
 ﾠfile	
 ﾠshould	
 ﾠhave	
 ﾠrepresented	
 ﾠall	
 ﾠaspects	
 ﾠpresented	
 ﾠin	
 ﾠ
4.3,	
 ﾠand	
 ﾠthe	
 ﾠframework	
 ﾠshould	
 ﾠhave	
 ﾠbeen	
 ﾠable	
 ﾠto	
 ﾠread,	
 ﾠinterpret	
 ﾠand	
 ﾠtransfer	
 ﾠ
them	
 ﾠ to	
 ﾠ the	
 ﾠ screen	
 ﾠ of	
 ﾠ the	
 ﾠ iPad,	
 ﾠ delegating	
 ﾠ to	
 ﾠ the	
 ﾠ application	
 ﾠ the	
 ﾠ
implementation	
 ﾠof	
 ﾠall	
 ﾠthe	
 ﾠother	
 ﾠcustom	
 ﾠfeatures	
 ﾠof	
 ﾠthe	
 ﾠparticular	
 ﾠinteractive	
 ﾠ
book.	
 ﾠIn	
 ﾠthe	
 ﾠnext	
 ﾠparagraph	
 ﾠwe	
 ﾠwill	
 ﾠshow	
 ﾠthe	
 ﾠdesign	
 ﾠof	
 ﾠthe	
 ﾠrepresentation	
 ﾠof	
 ﾠ
the	
 ﾠfeatures.	
 ﾠ
5.2  THE	
 ﾠDATA	
 ﾠMODEL	
 ﾠDESIGN	
 ﾠ
The	
 ﾠdesign	
 ﾠof	
 ﾠthe	
 ﾠdata	
 ﾠmodel	
 ﾠof	
 ﾠthe	
 ﾠframework,	
 ﾠi.e.	
 ﾠthe	
 ﾠway	
 ﾠto	
 ﾠrepresent	
 ﾠdata	
 ﾠ
the	
 ﾠapplication	
 ﾠwill	
 ﾠload,	
 ﾠwas	
 ﾠthe	
 ﾠmost	
 ﾠimportant	
 ﾠaspect	
 ﾠconsidered	
 ﾠat	
 ﾠthe	
 ﾠ
beginning.	
 ﾠ“Data”	
 ﾠin	
 ﾠthis	
 ﾠcontext	
 ﾠmeans	
 ﾠeverything	
 ﾠneeded	
 ﾠto	
 ﾠrepresent	
 ﾠon	
 ﾠthe	
 ﾠ
screen	
 ﾠthe	
 ﾠright	
 ﾠbehaviour	
 ﾠof	
 ﾠthe	
 ﾠbook;	
 ﾠin	
 ﾠthis	
 ﾠsense	
 ﾠwe	
 ﾠdo	
 ﾠnot	
 ﾠonly	
 ﾠmean,	
 ﾠfor	
 ﾠ
example,	
 ﾠthe	
 ﾠimages	
 ﾠand	
 ﾠtexts	
 ﾠof	
 ﾠa	
 ﾠpage,	
 ﾠbut	
 ﾠalso	
 ﾠthe	
 ﾠorder	
 ﾠin	
 ﾠwhich	
 ﾠthese	
 ﾠ
objects	
 ﾠ appear	
 ﾠ on	
 ﾠ the	
 ﾠ screen	
 ﾠ and	
 ﾠ with	
 ﾠ which	
 ﾠ timing	
 ﾠ they	
 ﾠ remain	
 ﾠ on	
 ﾠ the	
 ﾠ
screen.	
 ﾠIn	
 ﾠsuch	
 ﾠa	
 ﾠkind	
 ﾠof	
 ﾠcontext,	
 ﾠthe	
 ﾠproblem	
 ﾠis	
 ﾠto	
 ﾠfind	
 ﾠa	
 ﾠmeaningful	
 ﾠway	
 ﾠto	
 ﾠ
represent	
 ﾠdata	
 ﾠthat	
 ﾠwill	
 ﾠbe	
 ﾠused	
 ﾠby	
 ﾠthe	
 ﾠover	
 ﾠstanding	
 ﾠapplication,	
 ﾠand	
 ﾠat	
 ﾠthe	
 ﾠ
same	
 ﾠtime	
 ﾠto	
 ﾠcreate	
 ﾠa	
 ﾠscalable	
 ﾠsystem	
 ﾠ(i.e.	
 ﾠa	
 ﾠsystem	
 ﾠthat	
 ﾠcan	
 ﾠbe	
 ﾠextended	
 ﾠin	
 ﾠ
order	
 ﾠto	
 ﾠrepresent	
 ﾠsome	
 ﾠnew	
 ﾠfeatures	
 ﾠin	
 ﾠthe	
 ﾠfuture).	
 ﾠ	
 ﾠ
The	
 ﾠfirst	
 ﾠproblem	
 ﾠwas	
 ﾠsolved	
 ﾠusing	
 ﾠproperty	
 ﾠlists
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 ﾠAlthough	
 ﾠthis	
 ﾠkind	
 ﾠ
of	
 ﾠrepresentation	
 ﾠseems	
 ﾠto	
 ﾠbe	
 ﾠvery	
 ﾠrestrictive,	
 ﾠit	
 ﾠcan	
 ﾠin	
 ﾠfact	
 ﾠrepresent	
 ﾠa	
 ﾠvery	
 ﾠ
large	
 ﾠvariety	
 ﾠof	
 ﾠobjects,	
 ﾠand	
 ﾠit	
 ﾠis	
 ﾠgeneral	
 ﾠenough	
 ﾠfor	
 ﾠour	
 ﾠpurpose.	
 ﾠProperty	
 ﾠlists	
 ﾠ
can	
 ﾠbe	
 ﾠeasily	
 ﾠstored	
 ﾠin	
 ﾠthe	
 ﾠfile	
 ﾠsystem	
 ﾠusing	
 ﾠan	
 ﾠXML	
 ﾠrepresentation,	
 ﾠand	
 ﾠthey	
 ﾠ
are	
 ﾠ often	
 ﾠ used	
 ﾠ when	
 ﾠ amount	
 ﾠ of	
 ﾠ data	
 ﾠ does	
 ﾠ not	
 ﾠ exceed	
 ﾠ a	
 ﾠ few	
 ﾠ hundreds	
 ﾠ of	
 ﾠ
kilobytes.	
 ﾠTherefore,	
 ﾠthey	
 ﾠare	
 ﾠthe	
 ﾠmost	
 ﾠproper	
 ﾠtechnology	
 ﾠto	
 ﾠrepresent	
 ﾠand	
 ﾠ
store	
 ﾠ the	
 ﾠ application	
 ﾠ data.	
 ﾠ The	
 ﾠ idea	
 ﾠ using	
 ﾠ a	
 ﾠ property	
 ﾠ list	
 ﾠ is	
 ﾠ based	
 ﾠ on	
 ﾠ is	
 ﾠ
representing	
 ﾠthe	
 ﾠbook	
 ﾠas	
 ﾠan	
 ﾠarray	
 ﾠof	
 ﾠpages,	
 ﾠwhere	
 ﾠeach	
 ﾠpage	
 ﾠis	
 ﾠa	
 ﾠdictionary.	
 ﾠ
Every	
 ﾠkey-ﾭ‐value	
 ﾠpair	
 ﾠof	
 ﾠthe	
 ﾠdictionary	
 ﾠhas	
 ﾠto	
 ﾠrepresent	
 ﾠa	
 ﾠproperty	
 ﾠof	
 ﾠthe	
 ﾠpage.	
 ﾠ
Thus,	
 ﾠthere	
 ﾠmust	
 ﾠbe	
 ﾠan	
 ﾠentry	
 ﾠthat	
 ﾠlists	
 ﾠthe	
 ﾠelements	
 ﾠof	
 ﾠthe	
 ﾠpage	
 ﾠ(see	
 ﾠfigure	
 ﾠ
14).	
 ﾠIn	
 ﾠthis	
 ﾠcase	
 ﾠwe	
 ﾠdecided	
 ﾠto	
 ﾠidentify	
 ﾠthe	
 ﾠproperty	
 ﾠwith	
 ﾠthe	
 ﾠstring	
 ﾠ“elements”	
 ﾠ
(the	
 ﾠkey	
 ﾠof	
 ﾠthe	
 ﾠentry)	
 ﾠand	
 ﾠthe	
 ﾠcorresponding	
 ﾠvalue	
 ﾠwith	
 ﾠan	
 ﾠarray.	
 ﾠObviously,	
 ﾠ
the	
 ﾠarray	
 ﾠhas	
 ﾠto	
 ﾠcontain	
 ﾠthe	
 ﾠdescription	
 ﾠof	
 ﾠeach	
 ﾠelement	
 ﾠof	
 ﾠthe	
 ﾠpage.	
 ﾠIn	
 ﾠthis	
 ﾠ
phase	
 ﾠwe	
 ﾠdecided	
 ﾠto	
 ﾠstart	
 ﾠdifferentiating	
 ﾠthe	
 ﾠsimpler	
 ﾠobjects	
 ﾠin	
 ﾠthe	
 ﾠscene	
 ﾠof	
 ﾠa	
 ﾠ
page;	
 ﾠthe	
 ﾠcandidates	
 ﾠwhere:	
 ﾠ
•  Images	
 ﾠ
•  Texts	
 ﾠ
•  Sounds	
 ﾠ
•  Movies	
 ﾠ
•  Objects	
 ﾠanimations	
 ﾠ
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 ﾠFor	
 ﾠa	
 ﾠdescription	
 ﾠof	
 ﾠproperty	
 ﾠlists,	
 ﾠsee	
 ﾠAppendix.	
 ﾠ	
 ﾠ
	
 ﾠ
FIGURE	
 ﾠ5.1	
 ﾠ-ﾭ‐	
 ﾠGRAPHICAL	
 ﾠREPRESENTATION	
 ﾠOF	
 ﾠTHE	
 ﾠDATA	
 ﾠMODEL	
 ﾠ
We	
 ﾠalso	
 ﾠdecided	
 ﾠto	
 ﾠdescribe	
 ﾠif	
 ﾠa	
 ﾠpage	
 ﾠhas	
 ﾠto	
 ﾠappear	
 ﾠor	
 ﾠdisappear	
 ﾠwith	
 ﾠsome	
 ﾠ
animation;	
 ﾠthus,	
 ﾠwe	
 ﾠinserted	
 ﾠtwo	
 ﾠother	
 ﾠkeys	
 ﾠin	
 ﾠthe	
 ﾠpage	
 ﾠfeatures	
 ﾠdictionary:	
 ﾠ
•  enterAnimation:	
 ﾠthe	
 ﾠcorrespondent	
 ﾠvalue	
 ﾠis	
 ﾠa	
 ﾠdictionary	
 ﾠthat	
 ﾠdescribes	
 ﾠ
the	
 ﾠanimation	
 ﾠwith	
 ﾠwhich	
 ﾠthe	
 ﾠpage	
 ﾠappears:	
 ﾠ
KEY	
 ﾠ VALUE	
 ﾠ VALUE	
 ﾠTYPE	
 ﾠ
type	
 ﾠ interpolation	
 ﾠtype	
 ﾠ string	
 ﾠ
duration	
 ﾠ
duration	
 ﾠof	
 ﾠthe	
 ﾠ
animation	
 ﾠ
integer	
 ﾠ
animation	
 ﾠ type	
 ﾠof	
 ﾠanimation	
 ﾠ string	
 ﾠ
	
 ﾠ
•  exitAnimation:	
 ﾠthe	
 ﾠcorrespondent	
 ﾠvalue	
 ﾠis	
 ﾠa	
 ﾠdictionary	
 ﾠthat	
 ﾠdescribes	
 ﾠ
the	
 ﾠanimation	
 ﾠwith	
 ﾠwhich	
 ﾠthe	
 ﾠpage	
 ﾠdisappears:	
 ﾠ
KEY	
 ﾠ VALUE	
 ﾠ VALUE	
 ﾠTYPE	
 ﾠ
type	
 ﾠ interpolation	
 ﾠtype	
 ﾠ string	
 ﾠ
duration	
 ﾠ
duration	
 ﾠof	
 ﾠthe	
 ﾠ
animation	
 ﾠ
integer	
 ﾠ	
 ﾠ 	
 ﾠ
	
 ﾠ
	
 ﾠ
animation	
 ﾠ type	
 ﾠof	
 ﾠanimation	
 ﾠ string	
 ﾠ
We	
 ﾠwill	
 ﾠsee	
 ﾠin	
 ﾠthe	
 ﾠnext	
 ﾠparagraph	
 ﾠthe	
 ﾠstrategy	
 ﾠused	
 ﾠto	
 ﾠdescribe	
 ﾠand	
 ﾠrepresent	
 ﾠ
the	
 ﾠelements	
 ﾠof	
 ﾠthe	
 ﾠpage.	
 ﾠ
5.2.1  REPRESENTING	
 ﾠELEMENTS	
 ﾠ
Recall	
 ﾠ that	
 ﾠ basically	
 ﾠ we	
 ﾠ have	
 ﾠ an	
 ﾠ array	
 ﾠ of	
 ﾠ pages,	
 ﾠ where	
 ﾠ each	
 ﾠ page	
 ﾠ is	
 ﾠ
represented	
 ﾠby	
 ﾠa	
 ﾠdictionary	
 ﾠ(see	
 ﾠfigure	
 ﾠ14),	
 ﾠand	
 ﾠthe	
 ﾠdictionary	
 ﾠhas	
 ﾠan	
 ﾠentry	
 ﾠ
with	
 ﾠkey	
 ﾠ“elements”	
 ﾠand	
 ﾠan	
 ﾠarray	
 ﾠas	
 ﾠthe	
 ﾠcorresponding	
 ﾠvalue.	
 ﾠFollowing	
 ﾠthis	
 ﾠ
philosophy,	
 ﾠwe	
 ﾠneed	
 ﾠto	
 ﾠfind	
 ﾠsomething	
 ﾠthat	
 ﾠidentifies	
 ﾠeach	
 ﾠkind	
 ﾠof	
 ﾠobject	
 ﾠon	
 ﾠ
the	
 ﾠpage.	
 ﾠFor	
 ﾠexample,	
 ﾠconcerning	
 ﾠimages,	
 ﾠthe	
 ﾠsolution	
 ﾠis	
 ﾠquite	
 ﾠsimple:	
 ﾠwe	
 ﾠcan	
 ﾠ
represent	
 ﾠthem	
 ﾠwith	
 ﾠtheir	
 ﾠfile	
 ﾠname	
 ﾠin	
 ﾠthe	
 ﾠfile	
 ﾠsystem.	
 ﾠBasically	
 ﾠan	
 ﾠimage	
 ﾠdoes	
 ﾠ
not	
 ﾠneed	
 ﾠanything	
 ﾠelse	
 ﾠto	
 ﾠbe	
 ﾠrepresented.	
 ﾠWe	
 ﾠdelegate	
 ﾠto	
 ﾠthe	
 ﾠframework	
 ﾠthe	
 ﾠ
problem	
 ﾠof	
 ﾠusing	
 ﾠthe	
 ﾠfile	
 ﾠname	
 ﾠto	
 ﾠshow	
 ﾠthe	
 ﾠimage	
 ﾠon	
 ﾠthe	
 ﾠscreen.	
 ﾠWe	
 ﾠcould	
 ﾠ
decide	
 ﾠto	
 ﾠrepresent	
 ﾠthe	
 ﾠimage	
 ﾠwith	
 ﾠits	
 ﾠbinary	
 ﾠdata	
 ﾠ(property	
 ﾠlists	
 ﾠallows	
 ﾠto	
 ﾠ
embed	
 ﾠData	
 ﾠobjects),	
 ﾠbut	
 ﾠthis	
 ﾠwould	
 ﾠbe	
 ﾠa	
 ﾠwaste	
 ﾠof	
 ﾠspace:	
 ﾠimages	
 ﾠcan	
 ﾠhave	
 ﾠ
sizes	
 ﾠof	
 ﾠseveral	
 ﾠmegabytes,	
 ﾠwhile	
 ﾠa	
 ﾠfile	
 ﾠname	
 ﾠis	
 ﾠonly	
 ﾠa	
 ﾠfew	
 ﾠbytes	
 ﾠlong.	
 ﾠ
The	
 ﾠnext	
 ﾠissue	
 ﾠof	
 ﾠthe	
 ﾠexample	
 ﾠis	
 ﾠadding	
 ﾠthe	
 ﾠimage	
 ﾠrepresentation	
 ﾠjust	
 ﾠ
found	
 ﾠ(or,	
 ﾠin	
 ﾠgeneral,	
 ﾠthe	
 ﾠrepresentation	
 ﾠof	
 ﾠany	
 ﾠother	
 ﾠkind	
 ﾠof	
 ﾠobject)	
 ﾠto	
 ﾠthe	
 ﾠ
elements	
 ﾠarray.	
 ﾠAn	
 ﾠimage	
 ﾠis	
 ﾠan	
 ﾠelement	
 ﾠitself,	
 ﾠso	
 ﾠwe	
 ﾠcould	
 ﾠthink	
 ﾠto	
 ﾠadd	
 ﾠthe	
 ﾠfile	
 ﾠ
name	
 ﾠin	
 ﾠthe	
 ﾠfirst	
 ﾠposition	
 ﾠof	
 ﾠthe	
 ﾠarray.	
 ﾠThis	
 ﾠsolution	
 ﾠis	
 ﾠnot	
 ﾠsmart,	
 ﾠbecause	
 ﾠthe	
 ﾠ
application	
 ﾠcould	
 ﾠpossibly	
 ﾠfind	
 ﾠdifferent	
 ﾠkinds	
 ﾠof	
 ﾠelements	
 ﾠin	
 ﾠthe	
 ﾠarray.	
 ﾠThus,	
 ﾠ
we	
 ﾠneed	
 ﾠto	
 ﾠfind	
 ﾠa	
 ﾠflexible	
 ﾠsolution	
 ﾠto	
 ﾠlet	
 ﾠthe	
 ﾠapplication	
 ﾠinterpret	
 ﾠdifferent	
 ﾠ
kinds	
 ﾠof	
 ﾠelements.	
 ﾠThe	
 ﾠtrick	
 ﾠis	
 ﾠto	
 ﾠuse	
 ﾠa	
 ﾠdictionary	
 ﾠto	
 ﾠidentify	
 ﾠthe	
 ﾠproperties	
 ﾠof	
 ﾠ
each	
 ﾠelement,	
 ﾠas	
 ﾠwe	
 ﾠdid	
 ﾠto	
 ﾠrepresent	
 ﾠthe	
 ﾠproperties	
 ﾠof	
 ﾠa	
 ﾠpage.	
 ﾠIn	
 ﾠother	
 ﾠwords,	
 ﾠ
we	
 ﾠuse	
 ﾠa	
 ﾠdictionary	
 ﾠto	
 ﾠrepresent	
 ﾠa	
 ﾠparticular	
 ﾠelement.	
 ﾠThe	
 ﾠelement	
 ﾠdictionary	
 ﾠ
must	
 ﾠhave	
 ﾠgeneral	
 ﾠentries	
 ﾠthat	
 ﾠrefer	
 ﾠto	
 ﾠthe	
 ﾠcommon	
 ﾠproperties	
 ﾠof	
 ﾠdifferent	
 ﾠ
kinds	
 ﾠof	
 ﾠelements.	
 ﾠFor	
 ﾠexample	
 ﾠimages	
 ﾠand	
 ﾠtexts	
 ﾠmust	
 ﾠhave	
 ﾠdimensions,	
 ﾠand	
 ﾠat	
 ﾠ
a	
 ﾠleast	
 ﾠtwo	
 ﾠvariables	
 ﾠto	
 ﾠidentify	
 ﾠtheir	
 ﾠposition	
 ﾠon	
 ﾠthe	
 ﾠscreen.	
 ﾠOn	
 ﾠthe	
 ﾠother	
 ﾠ
hand,	
 ﾠ sounds	
 ﾠ do	
 ﾠ not	
 ﾠ have	
 ﾠ this	
 ﾠ kind	
 ﾠ of	
 ﾠ properties,	
 ﾠ so	
 ﾠ finding	
 ﾠ a	
 ﾠ uniform	
 ﾠ
representation	
 ﾠfor	
 ﾠdeeply	
 ﾠdifferent	
 ﾠobjects	
 ﾠis	
 ﾠa	
 ﾠserious	
 ﾠproblem.	
 ﾠThe	
 ﾠsolution	
 ﾠ
adopted	
 ﾠwas	
 ﾠinserting	
 ﾠan	
 ﾠentry	
 ﾠin	
 ﾠthe	
 ﾠelement	
 ﾠdictionary	
 ﾠto	
 ﾠdistinguish	
 ﾠthe	
 ﾠ
type	
 ﾠ of	
 ﾠ the	
 ﾠ element.	
 ﾠ The	
 ﾠ application	
 ﾠ will	
 ﾠ use	
 ﾠ at	
 ﾠ first	
 ﾠ this	
 ﾠ entry	
 ﾠ to	
 ﾠ acquire	
 ﾠ
knowledge	
 ﾠabout	
 ﾠthe	
 ﾠelement	
 ﾠnature.	
 ﾠThe	
 ﾠelement	
 ﾠdictionary	
 ﾠwill	
 ﾠthen	
 ﾠlist	
 ﾠall	
 ﾠ
the	
 ﾠ possible	
 ﾠ properties	
 ﾠ of	
 ﾠ the	
 ﾠ several	
 ﾠ kinds	
 ﾠ of	
 ﾠ objects,	
 ﾠ letting	
 ﾠ us	
 ﾠ to	
 ﾠ use	
 ﾠ a	
 ﾠ
homogenous	
 ﾠrepresentation	
 ﾠfor	
 ﾠall	
 ﾠthe	
 ﾠobjects.	
 ﾠFor	
 ﾠexample	
 ﾠevery	
 ﾠelement	
 ﾠ
dictionary	
 ﾠwill	
 ﾠhave	
 ﾠa	
 ﾠheight	
 ﾠentry,	
 ﾠalthough	
 ﾠit	
 ﾠis	
 ﾠa	
 ﾠsound.	
 ﾠDistinguishing	
 ﾠthe	
 ﾠ
type	
 ﾠof	
 ﾠelement	
 ﾠand	
 ﾠsimply	
 ﾠignore	
 ﾠproperties	
 ﾠthat	
 ﾠdo	
 ﾠnot	
 ﾠmake	
 ﾠsense	
 ﾠfor	
 ﾠthe	
 ﾠ
specific	
 ﾠtype	
 ﾠof	
 ﾠelement	
 ﾠwill	
 ﾠbe	
 ﾠa	
 ﾠtask	
 ﾠof	
 ﾠthe	
 ﾠapplication.	
 ﾠThis	
 ﾠis	
 ﾠthe	
 ﾠkey	
 ﾠaspect	
 ﾠ
to	
 ﾠmake	
 ﾠthe	
 ﾠapplication	
 ﾠscalable.	
 ﾠ In	
 ﾠ fact,	
 ﾠ in	
 ﾠ the	
 ﾠ future	
 ﾠ we	
 ﾠ could	
 ﾠ decide	
 ﾠto	
 ﾠ
represent	
 ﾠa	
 ﾠnew	
 ﾠtype	
 ﾠof	
 ﾠelement,	
 ﾠwith	
 ﾠnew	
 ﾠkinds	
 ﾠof	
 ﾠproperties.	
 ﾠThanks	
 ﾠto	
 ﾠthe	
 ﾠ
generality	
 ﾠ of	
 ﾠ the	
 ﾠ representation,	
 ﾠ things	
 ﾠ will	
 ﾠ continue	
 ﾠ working	
 ﾠ because	
 ﾠ the	
 ﾠ
application	
 ﾠwill	
 ﾠsimply	
 ﾠignore	
 ﾠproperties	
 ﾠthat	
 ﾠdo	
 ﾠnot	
 ﾠmake	
 ﾠsense.	
 ﾠWriting	
 ﾠsome	
 ﾠ
code	
 ﾠto	
 ﾠinterpret	
 ﾠthe	
 ﾠnew	
 ﾠproperties	
 ﾠwill	
 ﾠbe	
 ﾠenough	
 ﾠto	
 ﾠmanage	
 ﾠthem.	
 ﾠWe	
 ﾠwill	
 ﾠ
see	
 ﾠin	
 ﾠthe	
 ﾠimplementation	
 ﾠsection	
 ﾠhow	
 ﾠwe	
 ﾠachieved	
 ﾠthis	
 ﾠstrategy.	
 ﾠ
Based	
 ﾠon	
 ﾠthese	
 ﾠconsiderations,	
 ﾠwe	
 ﾠmanaged	
 ﾠto	
 ﾠdecide	
 ﾠa	
 ﾠbasic	
 ﾠset	
 ﾠof	
 ﾠ
common	
 ﾠproperties	
 ﾠfor	
 ﾠeach	
 ﾠelement:	
 ﾠ	
 ﾠ
	
 ﾠ	
 ﾠ
KEY	
 ﾠ VALUE	
 ﾠ VALUE	
 ﾠTYPE	
 ﾠ
type	
 ﾠ the	
 ﾠtype	
 ﾠof	
 ﾠelement	
 ﾠ string	
 ﾠ
x	
 ﾠ the	
 ﾠhorizontal	
 ﾠcoordinate	
 ﾠ integer	
 ﾠ
y	
 ﾠ the	
 ﾠvertical	
 ﾠcoordinate	
 ﾠ integer	
 ﾠ
width	
 ﾠ the	
 ﾠwidth	
 ﾠof	
 ﾠthe	
 ﾠelement	
 ﾠ integer	
 ﾠ
height	
 ﾠ the	
 ﾠheight	
 ﾠof	
 ﾠthe	
 ﾠelement	
 ﾠ integer	
 ﾠ
alpha	
 ﾠ
the	
 ﾠtransparency	
 ﾠof	
 ﾠthe	
 ﾠ
element	
 ﾠ
integer	
 ﾠ
name	
 ﾠ
the	
 ﾠidentifier	
 ﾠof	
 ﾠthe	
 ﾠ
element	
 ﾠ
string	
 ﾠ
	
 ﾠ
Obviously	
 ﾠthe	
 ﾠsecond,	
 ﾠthe	
 ﾠthird,	
 ﾠthe	
 ﾠfourth,	
 ﾠthe	
 ﾠfifth	
 ﾠand	
 ﾠthe	
 ﾠsixth	
 ﾠproperty	
 ﾠdo	
 ﾠ
not	
 ﾠmake	
 ﾠsense	
 ﾠfor	
 ﾠa	
 ﾠsound,	
 ﾠbut	
 ﾠwe	
 ﾠdecided	
 ﾠto	
 ﾠgroup	
 ﾠtheme	
 ﾠhere,	
 ﾠbecause	
 ﾠ
they	
 ﾠmake	
 ﾠsense	
 ﾠfor	
 ﾠall	
 ﾠthe	
 ﾠother	
 ﾠkinds	
 ﾠof	
 ﾠobjects.	
 ﾠNevertheless,	
 ﾠputting	
 ﾠthe	
 ﾠ
properties	
 ﾠin	
 ﾠthe	
 ﾠspecific	
 ﾠgroup	
 ﾠof	
 ﾠa	
 ﾠtype	
 ﾠof	
 ﾠelement	
 ﾠwould	
 ﾠnot	
 ﾠhave	
 ﾠmade	
 ﾠany	
 ﾠ
difference:	
 ﾠ this	
 ﾠ choice	
 ﾠ has	
 ﾠ no	
 ﾠ effect	
 ﾠ on	
 ﾠ the	
 ﾠ implementation;	
 ﾠ grouping	
 ﾠ
properties	
 ﾠwas	
 ﾠmade	
 ﾠonly	
 ﾠfor	
 ﾠclearer	
 ﾠexplanation.	
 ﾠ
REPRESENTING	
 ﾠIMAGES	
 ﾠ
As	
 ﾠwe	
 ﾠsaid,	
 ﾠall	
 ﾠwe	
 ﾠneed	
 ﾠto	
 ﾠrepresent	
 ﾠan	
 ﾠimage	
 ﾠis	
 ﾠthe	
 ﾠfile	
 ﾠname	
 ﾠ(in	
 ﾠaddition	
 ﾠto	
 ﾠ
the	
 ﾠbasic	
 ﾠproperties).	
 ﾠThus,	
 ﾠthe	
 ﾠkey-ﾭ‐value	
 ﾠpairs	
 ﾠwill	
 ﾠbe:	
 ﾠ
	
 ﾠ
KEY	
 ﾠ VALUE	
 ﾠ VALUE	
 ﾠTYPE	
 ﾠ
type	
 ﾠ “image”	
 ﾠ string	
 ﾠ
fileName	
 ﾠ
the	
 ﾠname	
 ﾠof	
 ﾠthe	
 ﾠfile	
 ﾠ
representing	
 ﾠthe	
 ﾠimage	
 ﾠ
string	
 ﾠ
	
 ﾠ
REPRESENTING	
 ﾠSOUNDS	
 ﾠ
In	
 ﾠorder	
 ﾠto	
 ﾠrepresent	
 ﾠsounds	
 ﾠwe	
 ﾠneed	
 ﾠto	
 ﾠknow	
 ﾠthe	
 ﾠfile	
 ﾠname	
 ﾠand,	
 ﾠoptionally,	
 ﾠ
the	
 ﾠtime	
 ﾠoffset	
 ﾠbetween	
 ﾠthe	
 ﾠappearing	
 ﾠof	
 ﾠthe	
 ﾠpage	
 ﾠand	
 ﾠthe	
 ﾠstart	
 ﾠof	
 ﾠthe	
 ﾠsound	
 ﾠ
itself.	
 ﾠOffset	
 ﾠproperty	
 ﾠallows	
 ﾠus	
 ﾠto	
 ﾠprovide	
 ﾠa	
 ﾠdelay	
 ﾠto	
 ﾠthe	
 ﾠsound.	
 ﾠTo	
 ﾠrepresent	
 ﾠ
this	
 ﾠ particular	
 ﾠ kind	
 ﾠ of	
 ﾠ element	
 ﾠ we	
 ﾠ created	
 ﾠ an	
 ﾠ entry	
 ﾠ with	
 ﾠ key	
 ﾠ audio	
 ﾠ and	
 ﾠ a	
 ﾠ
dictionary	
 ﾠas	
 ﾠvalue:	
 ﾠ
KEY	
 ﾠ VALUE	
 ﾠ VALUE	
 ﾠTYPE	
 ﾠ
type	
 ﾠ “audio”	
 ﾠ string	
 ﾠ
audio	
 ﾠ a	
 ﾠdictionary	
 ﾠ dictionary	
 ﾠ
	
 ﾠ
In	
 ﾠthe	
 ﾠfollowing	
 ﾠtable	
 ﾠwe	
 ﾠcan	
 ﾠsee	
 ﾠthe	
 ﾠcontents	
 ﾠof	
 ﾠthe	
 ﾠaudio	
 ﾠdictionary:	
 ﾠ	
 ﾠ 	
 ﾠ
	
 ﾠ
	
 ﾠ
KEY	
 ﾠ VALUE	
 ﾠ VALUE	
 ﾠTYPE	
 ﾠ
trackName	
 ﾠ
the	
 ﾠfile	
 ﾠname	
 ﾠof	
 ﾠthe	
 ﾠ
audio	
 ﾠtrack	
 ﾠ
string	
 ﾠ
offset	
 ﾠ the	
 ﾠdelay	
 ﾠ integer	
 ﾠ
	
 ﾠ
REPRESENTING	
 ﾠTEXTS	
 ﾠ
Representing	
 ﾠtexts	
 ﾠis	
 ﾠquite	
 ﾠsimple:	
 ﾠwe	
 ﾠdo	
 ﾠnot	
 ﾠneed	
 ﾠto	
 ﾠknow	
 ﾠany	
 ﾠfile	
 ﾠname,	
 ﾠ
because	
 ﾠwe	
 ﾠcan	
 ﾠembed	
 ﾠtext	
 ﾠdirectly	
 ﾠin	
 ﾠthe	
 ﾠproperty	
 ﾠlist	
 ﾠ(as	
 ﾠa	
 ﾠString	
 ﾠproperty).	
 ﾠ
Thus,	
 ﾠwe	
 ﾠneed	
 ﾠto	
 ﾠstore	
 ﾠinformation	
 ﾠabout	
 ﾠthe	
 ﾠtext	
 ﾠitself	
 ﾠ(in	
 ﾠaddition	
 ﾠto	
 ﾠthe	
 ﾠ
common	
 ﾠproperties	
 ﾠlisted	
 ﾠpreviously),	
 ﾠthe	
 ﾠname,	
 ﾠthe	
 ﾠcolour	
 ﾠand	
 ﾠthe	
 ﾠsize	
 ﾠof	
 ﾠthe	
 ﾠ
font:	
 ﾠ
KEY	
 ﾠ VALUE	
 ﾠ VALUE	
 ﾠTYPE	
 ﾠ
type	
 ﾠ “text”	
 ﾠ string	
 ﾠ
text	
 ﾠ the	
 ﾠtext	
 ﾠ string	
 ﾠ
fontColor	
 ﾠ
the	
 ﾠcolour	
 ﾠof	
 ﾠthe	
 ﾠfont,	
 ﾠ
represent	
 ﾠin	
 ﾠhexadecimal	
 ﾠ
format	
 ﾠ
string	
 ﾠ
fontName	
 ﾠ the	
 ﾠname	
 ﾠof	
 ﾠthe	
 ﾠfont	
 ﾠ string	
 ﾠ
fontSize	
 ﾠ the	
 ﾠsize	
 ﾠof	
 ﾠthe	
 ﾠfont	
 ﾠ integer	
 ﾠ
	
 ﾠ
REPRESENTING	
 ﾠMOVIES	
 ﾠ
Movies	
 ﾠare,	
 ﾠin	
 ﾠthe	
 ﾠSparrow	
 ﾠslang,	
 ﾠare	
 ﾠsequences	
 ﾠof	
 ﾠimages	
 ﾠ(called	
 ﾠframes)	
 ﾠ
reproduced	
 ﾠ with	
 ﾠ a	
 ﾠ constant	
 ﾠ rate	
 ﾠ and	
 ﾠ possibly	
 ﾠ with	
 ﾠ sounds.	
 ﾠ They	
 ﾠ are	
 ﾠ
constructed	
 ﾠin	
 ﾠsparrow	
 ﾠas	
 ﾠinstances	
 ﾠof	
 ﾠSPMovieClip.	
 ﾠThe	
 ﾠconstructor	
 ﾠof	
 ﾠthis	
 ﾠ
class	
 ﾠreceives	
 ﾠa	
 ﾠseries	
 ﾠof	
 ﾠtextures,	
 ﾠthat	
 ﾠwill	
 ﾠbe	
 ﾠused	
 ﾠas	
 ﾠframes.	
 ﾠThe	
 ﾠframes	
 ﾠare	
 ﾠ
constructed	
 ﾠfrom	
 ﾠa	
 ﾠtexture	
 ﾠatlas.	
 ﾠA	
 ﾠtexture	
 ﾠatlas	
 ﾠis	
 ﾠan	
 ﾠxml	
 ﾠfile	
 ﾠthat	
 ﾠdescribes	
 ﾠ
the	
 ﾠposition	
 ﾠand	
 ﾠthe	
 ﾠdimension	
 ﾠof	
 ﾠthe	
 ﾠtextures	
 ﾠthat	
 ﾠhave	
 ﾠto	
 ﾠbe	
 ﾠtaken	
 ﾠfrom	
 ﾠa	
 ﾠ
file.	
 ﾠUsually	
 ﾠthis	
 ﾠfile	
 ﾠis	
 ﾠan	
 ﾠimage	
 ﾠthat	
 ﾠcontains	
 ﾠall	
 ﾠthe	
 ﾠtextures	
 ﾠthat	
 ﾠwill	
 ﾠmake	
 ﾠup	
 ﾠ
the	
 ﾠframes.	
 ﾠAll	
 ﾠwe	
 ﾠneed	
 ﾠto	
 ﾠdo	
 ﾠafter	
 ﾠconstructing	
 ﾠthe	
 ﾠatlas	
 ﾠand	
 ﾠthe	
 ﾠSPMovieClip	
 ﾠ
instance	
 ﾠis	
 ﾠsending	
 ﾠthe	
 ﾠplay:	
 ﾠmessage	
 ﾠto	
 ﾠthe	
 ﾠinstance	
 ﾠin	
 ﾠorder	
 ﾠto	
 ﾠstart	
 ﾠthe	
 ﾠ
movie.	
 ﾠAfter	
 ﾠthat,	
 ﾠadding	
 ﾠthe	
 ﾠinstance	
 ﾠto	
 ﾠthe	
 ﾠstage	
 ﾠjuggler
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 ﾠwill	
 ﾠstart	
 ﾠplaying	
 ﾠ
the	
 ﾠsequence	
 ﾠof	
 ﾠimages	
 ﾠon	
 ﾠthe	
 ﾠscreen.	
 ﾠBased	
 ﾠon	
 ﾠthis	
 ﾠpattern,	
 ﾠthe	
 ﾠelement	
 ﾠ
dictionary	
 ﾠhas	
 ﾠbeen	
 ﾠprovided	
 ﾠwith	
 ﾠthe	
 ﾠfollowing	
 ﾠentries:	
 ﾠ
KEY	
 ﾠ VALUE	
 ﾠ VALUE	
 ﾠTYPE	
 ﾠ
type	
 ﾠ “movie”	
 ﾠ string	
 ﾠ
	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ
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 ﾠIn	
 ﾠthe	
 ﾠSPSprite	
 ﾠclass	
 ﾠand	
 ﾠin	
 ﾠthe	
 ﾠSPStage	
 ﾠclass	
 ﾠthere	
 ﾠis	
 ﾠa	
 ﾠparticular	
 ﾠobject,	
 ﾠcalled	
 ﾠSPJuggler,	
 ﾠthat	
 ﾠ
plays	
 ﾠmovies	
 ﾠas	
 ﾠsoon	
 ﾠas	
 ﾠthey	
 ﾠare	
 ﾠadded	
 ﾠto	
 ﾠit.	
 ﾠSee	
 ﾠfigure	
 ﾠ5.4	
 ﾠfor	
 ﾠmore	
 ﾠinformation	
 ﾠabout	
 ﾠthe	
 ﾠ
rendering	
 ﾠsystem	
 ﾠof	
 ﾠSparrow.	
 ﾠ	
 ﾠ	
 ﾠ
frames	
 ﾠ array	
 ﾠof	
 ﾠframes	
 ﾠ array	
 ﾠ
Every	
 ﾠelement	
 ﾠof	
 ﾠthe	
 ﾠframes	
 ﾠarray	
 ﾠis	
 ﾠa	
 ﾠdictionary	
 ﾠwith	
 ﾠthe	
 ﾠfollowing	
 ﾠentry:	
 ﾠ
KEY	
 ﾠ VALUE	
 ﾠ VALUE	
 ﾠTYPE	
 ﾠ
name	
 ﾠ
the	
 ﾠfilename	
 ﾠof	
 ﾠthe	
 ﾠ
texture	
 ﾠ
string	
 ﾠ
	
 ﾠWe	
 ﾠdecide	
 ﾠto	
 ﾠavoid	
 ﾠusing	
 ﾠa	
 ﾠtexture	
 ﾠatlas.	
 ﾠ
REPRESENTING	
 ﾠANIMATIONS	
 ﾠ
Animations	
 ﾠare	
 ﾠrepresented	
 ﾠtaking	
 ﾠaccount	
 ﾠof	
 ﾠthe	
 ﾠbehaviour	
 ﾠof	
 ﾠSparrow.	
 ﾠWith	
 ﾠ
Sparrow,	
 ﾠwe	
 ﾠcan	
 ﾠanimate	
 ﾠevery	
 ﾠnumeric	
 ﾠproperty	
 ﾠof	
 ﾠan	
 ﾠobject,	
 ﾠsuch	
 ﾠas	
 ﾠthe	
 ﾠ
width	
 ﾠof	
 ﾠan	
 ﾠimage,	
 ﾠor	
 ﾠthe	
 ﾠalpha	
 ﾠvalue	
 ﾠof	
 ﾠa	
 ﾠtext.	
 ﾠAll	
 ﾠwe	
 ﾠneed	
 ﾠto	
 ﾠdo	
 ﾠis	
 ﾠcreating	
 ﾠa	
 ﾠ
tween	
 ﾠobject
18,	
 ﾠspecifying	
 ﾠthe	
 ﾠtarget	
 ﾠobject	
 ﾠto	
 ﾠanimate,	
 ﾠand	
 ﾠthe	
 ﾠfinal	
 ﾠvalues	
 ﾠof	
 ﾠ
the	
 ﾠtarget	
 ﾠproperties	
 ﾠ(a	
 ﾠtween	
 ﾠcan	
 ﾠanimate	
 ﾠmore	
 ﾠthan	
 ﾠone	
 ﾠproperty	
 ﾠof	
 ﾠthe	
 ﾠ
same	
 ﾠobject).	
 ﾠ	
 ﾠAfter	
 ﾠconstructing	
 ﾠthe	
 ﾠtween	
 ﾠwe	
 ﾠhave	
 ﾠto	
 ﾠadd	
 ﾠit	
 ﾠto	
 ﾠthe	
 ﾠstage	
 ﾠ
juggler
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 ﾠand	
 ﾠwe	
 ﾠare	
 ﾠdone.	
 ﾠ
Therefore,	
 ﾠif	
 ﾠwe	
 ﾠdecide	
 ﾠthat	
 ﾠa	
 ﾠparticular	
 ﾠobject	
 ﾠmust	
 ﾠbe	
 ﾠanimated,	
 ﾠthe	
 ﾠ
data	
 ﾠmodel	
 ﾠwill	
 ﾠhave	
 ﾠto	
 ﾠdescribe	
 ﾠa	
 ﾠtween,	
 ﾠspecifying	
 ﾠthe	
 ﾠtarget	
 ﾠelement	
 ﾠ(i.e.	
 ﾠ
the	
 ﾠobject	
 ﾠto	
 ﾠanimate),	
 ﾠthe	
 ﾠtarget	
 ﾠproperties	
 ﾠand	
 ﾠtheir	
 ﾠfinal	
 ﾠvalues.	
 ﾠComing	
 ﾠ
back	
 ﾠ to	
 ﾠ our	
 ﾠ property	
 ﾠ list,	
 ﾠ we	
 ﾠ designed	
 ﾠ a	
 ﾠ particular	
 ﾠ entry	
 ﾠ in	
 ﾠ the	
 ﾠ element	
 ﾠ
dictionary	
 ﾠto	
 ﾠlist	
 ﾠall	
 ﾠthe	
 ﾠtweens	
 ﾠof	
 ﾠan	
 ﾠelement	
 ﾠ(it	
 ﾠshould	
 ﾠbe	
 ﾠenough	
 ﾠusing	
 ﾠone	
 ﾠ
tween	
 ﾠfor	
 ﾠall	
 ﾠthe	
 ﾠanimated	
 ﾠproperties,	
 ﾠbut	
 ﾠwe	
 ﾠwanted	
 ﾠto	
 ﾠgive	
 ﾠmore	
 ﾠfreedom	
 ﾠto	
 ﾠ
the	
 ﾠ framework).	
 ﾠ The	
 ﾠ entry’	
 ﾠ value	
 ﾠ is	
 ﾠ an	
 ﾠ array	
 ﾠ of	
 ﾠ dictionaries,	
 ﾠ where	
 ﾠ each	
 ﾠ
dictionary	
 ﾠrepresents	
 ﾠa	
 ﾠparticular	
 ﾠtween:	
 ﾠ
KEY	
 ﾠ VALUE	
 ﾠ VALUE	
 ﾠTYPE	
 ﾠ
tweens	
 ﾠ array	
 ﾠof	
 ﾠdictionaries	
 ﾠ array	
 ﾠ
	
 ﾠ
In	
 ﾠthe	
 ﾠfollowing	
 ﾠtable	
 ﾠwe	
 ﾠcan	
 ﾠsee	
 ﾠthe	
 ﾠcontents	
 ﾠof	
 ﾠa	
 ﾠtween	
 ﾠdictionary:	
 ﾠ
KEY	
 ﾠ VALUE	
 ﾠ VALUE	
 ﾠTYPE	
 ﾠ
name	
 ﾠ
identifier	
 ﾠof	
 ﾠthe	
 ﾠ
tween	
 ﾠ
string	
 ﾠ
delay	
 ﾠ
offset	
 ﾠbetween	
 ﾠthe	
 ﾠ
appearing	
 ﾠof	
 ﾠthe	
 ﾠ
page	
 ﾠand	
 ﾠthe	
 ﾠstart	
 ﾠof	
 ﾠ
the	
 ﾠanimation	
 ﾠ
integer	
 ﾠ
	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ
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 ﾠTweens	
 ﾠare	
 ﾠobjects	
 ﾠthat	
 ﾠmake	
 ﾠanimation	
 ﾠpossible.	
 ﾠWhen	
 ﾠthe	
 ﾠprogrammer	
 ﾠwants	
 ﾠto	
 ﾠanimate	
 ﾠa	
 ﾠ
numeric	
 ﾠ property	
 ﾠ of	
 ﾠ an	
 ﾠ object,	
 ﾠ he	
 ﾠ creates	
 ﾠ an	
 ﾠ instance	
 ﾠ of	
 ﾠ SPTween	
 ﾠ and	
 ﾠ he	
 ﾠ passes	
 ﾠ to	
 ﾠ its	
 ﾠ
constructor	
 ﾠthe	
 ﾠobject	
 ﾠwhose	
 ﾠproperty	
 ﾠwe	
 ﾠwant	
 ﾠto	
 ﾠanimate,	
 ﾠthe	
 ﾠname	
 ﾠof	
 ﾠthe	
 ﾠproperty,	
 ﾠthe	
 ﾠ
duration	
 ﾠand	
 ﾠtype	
 ﾠof	
 ﾠanimation.	
 ﾠ
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 ﾠThe	
 ﾠjuggler	
 ﾠalso	
 ﾠplays	
 ﾠanimations	
 ﾠas	
 ﾠsoon	
 ﾠas	
 ﾠtweens	
 ﾠare	
 ﾠadded	
 ﾠto	
 ﾠit.	
 ﾠ	
 ﾠ 	
 ﾠ
	
 ﾠ
	
 ﾠ
properties	
 ﾠ
dictionary	
 ﾠof	
 ﾠ
properties	
 ﾠto	
 ﾠ
animate	
 ﾠ
dictionary	
 ﾠ
loopType	
 ﾠ loop	
 ﾠanimation	
 ﾠtype	
 ﾠ string	
 ﾠ
removeFromStageWhenFinished	
 ﾠ
remove	
 ﾠfrom	
 ﾠstage	
 ﾠ
flag	
 ﾠ
boolean	
 ﾠ
	
 ﾠ
We	
 ﾠgive	
 ﾠa	
 ﾠbrief	
 ﾠexplanation	
 ﾠof	
 ﾠevery	
 ﾠproperty	
 ﾠof	
 ﾠthe	
 ﾠtween	
 ﾠdictionary:	
 ﾠ
•  Name:	
 ﾠ this	
 ﾠ property	
 ﾠ permits	
 ﾠ to	
 ﾠ identify	
 ﾠ the	
 ﾠ tween	
 ﾠ for	
 ﾠ the	
 ﾠ current	
 ﾠ
element.	
 ﾠ
•  Delay:	
 ﾠwe	
 ﾠhave	
 ﾠalready	
 ﾠseen	
 ﾠthis	
 ﾠproperty	
 ﾠfor	
 ﾠsounds,	
 ﾠunder	
 ﾠthe	
 ﾠname	
 ﾠ
offset.	
 ﾠ
•  Properties:	
 ﾠ we	
 ﾠ need	
 ﾠ another	
 ﾠ dictionary	
 ﾠ to	
 ﾠ be	
 ﾠ able	
 ﾠ to	
 ﾠ distinguish	
 ﾠ
properties	
 ﾠof	
 ﾠthe	
 ﾠSparrow	
 ﾠobjects	
 ﾠto	
 ﾠanimate.	
 ﾠThus,	
 ﾠkeys	
 ﾠare	
 ﾠexactly	
 ﾠ
the	
 ﾠnames	
 ﾠof	
 ﾠthe	
 ﾠproperties	
 ﾠof	
 ﾠSparrow	
 ﾠobjects.	
 ﾠ	
 ﾠFor	
 ﾠexample,	
 ﾠSPImage	
 ﾠ
has	
 ﾠ a	
 ﾠ property	
 ﾠ named	
 ﾠ alpha	
 ﾠ to	
 ﾠ keep	
 ﾠ information	
 ﾠ about	
 ﾠ the	
 ﾠ
transparency.	
 ﾠIf	
 ﾠwe	
 ﾠwant	
 ﾠto	
 ﾠanimate	
 ﾠthe	
 ﾠalpha	
 ﾠproperty	
 ﾠof	
 ﾠan	
 ﾠimage,	
 ﾠ
then	
 ﾠwe	
 ﾠadd	
 ﾠan	
 ﾠentry	
 ﾠin	
 ﾠthis	
 ﾠdictionary	
 ﾠwith	
 ﾠkey	
 ﾠ“alpha”
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 ﾠThe	
 ﾠfinal	
 ﾠ
value	
 ﾠof	
 ﾠthe	
 ﾠanimated	
 ﾠproperty	
 ﾠwill	
 ﾠbe	
 ﾠpaired	
 ﾠwith	
 ﾠthe	
 ﾠrelated	
 ﾠkey	
 ﾠin	
 ﾠ
the	
 ﾠentry.	
 ﾠ
•  LoopType:	
 ﾠSparrow	
 ﾠprovides	
 ﾠthree	
 ﾠanimation	
 ﾠloop	
 ﾠtypes;	
 ﾠthe	
 ﾠfirst	
 ﾠone	
 ﾠ
is	
 ﾠa	
 ﾠno	
 ﾠloop,	
 ﾠthe	
 ﾠsecond	
 ﾠone	
 ﾠis	
 ﾠa	
 ﾠloop	
 ﾠfrom	
 ﾠthe	
 ﾠinitial	
 ﾠvalue	
 ﾠto	
 ﾠthe	
 ﾠfinal	
 ﾠ
value	
 ﾠof	
 ﾠthe	
 ﾠproperty;	
 ﾠthe	
 ﾠthird	
 ﾠtype	
 ﾠis	
 ﾠa	
 ﾠloop	
 ﾠfrom	
 ﾠthe	
 ﾠinitial	
 ﾠvalue	
 ﾠto	
 ﾠ
the	
 ﾠfinal	
 ﾠone	
 ﾠand	
 ﾠthen	
 ﾠback	
 ﾠfrom	
 ﾠthe	
 ﾠfinal	
 ﾠto	
 ﾠthe	
 ﾠinitial	
 ﾠone.	
 ﾠ
•  RemoveFromStageWhenFinished:	
 ﾠ	
 ﾠthis	
 ﾠflag	
 ﾠtells	
 ﾠthe	
 ﾠapplication	
 ﾠif	
 ﾠthe	
 ﾠ
current	
 ﾠ element	
 ﾠ has	
 ﾠ to	
 ﾠ be	
 ﾠ removed	
 ﾠ from	
 ﾠ the	
 ﾠ stage	
 ﾠ when	
 ﾠ the	
 ﾠ
animation	
 ﾠstops.	
 ﾠ
5.3  THE	
 ﾠFRAMEWORK	
 ﾠAND	
 ﾠAPPLICATION’S	
 ﾠMVC	
 ﾠDESIGN	
 ﾠ
5.3.1  MODEL	
 ﾠ
After	
 ﾠdeciding	
 ﾠthe	
 ﾠbase	
 ﾠobjects	
 ﾠand	
 ﾠlogic	
 ﾠthat	
 ﾠthe	
 ﾠbook	
 ﾠshould	
 ﾠhave,	
 ﾠthe	
 ﾠnext	
 ﾠ
topic	
 ﾠwas	
 ﾠdesigning	
 ﾠa	
 ﾠset	
 ﾠof	
 ﾠclasses	
 ﾠto	
 ﾠread	
 ﾠthe	
 ﾠproperty	
 ﾠlist	
 ﾠfrom	
 ﾠthe	
 ﾠfile	
 ﾠand	
 ﾠ
loading	
 ﾠ the	
 ﾠ pages	
 ﾠ into	
 ﾠ a	
 ﾠ runtime	
 ﾠ structure.	
 ﾠ In	
 ﾠ other	
 ﾠ words,	
 ﾠ we	
 ﾠ started	
 ﾠ
designing	
 ﾠ the	
 ﾠ application	
 ﾠ model.	
 ﾠ Given	
 ﾠ the	
 ﾠ fact	
 ﾠ that	
 ﾠ the	
 ﾠ contents	
 ﾠ of	
 ﾠ the	
 ﾠ
property	
 ﾠ list	
 ﾠ file	
 ﾠ and	
 ﾠ the	
 ﾠ array	
 ﾠ of	
 ﾠ pages	
 ﾠ are	
 ﾠ common	
 ﾠ aspects	
 ﾠ of	
 ﾠ every	
 ﾠ
interactive	
 ﾠbook	
 ﾠapplication,	
 ﾠwe	
 ﾠdecided	
 ﾠto	
 ﾠput	
 ﾠthis	
 ﾠpart	
 ﾠof	
 ﾠthe	
 ﾠproject	
 ﾠinto	
 ﾠthe	
 ﾠ
framework.	
 ﾠ In	
 ﾠ this	
 ﾠ way	
 ﾠ every	
 ﾠ time	
 ﾠ we	
 ﾠ create	
 ﾠ a	
 ﾠ new	
 ﾠ interactive	
 ﾠ book,	
 ﾠ the	
 ﾠ
application	
 ﾠwill	
 ﾠ“ask”	
 ﾠthe	
 ﾠframework	
 ﾠfor	
 ﾠan	
 ﾠarray	
 ﾠcontaining	
 ﾠthe	
 ﾠpages	
 ﾠwith	
 ﾠall	
 ﾠ
the	
 ﾠneeded	
 ﾠelements	
 ﾠinside	
 ﾠthem.	
 ﾠ
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 ﾠwe	
 ﾠuse	
 ﾠquotes	
 ﾠto	
 ﾠrefer	
 ﾠto	
 ﾠa	
 ﾠstring	
 ﾠ	
 ﾠ
To	
 ﾠachieve	
 ﾠthis	
 ﾠgoal,	
 ﾠwe	
 ﾠstarted	
 ﾠfrom	
 ﾠthe	
 ﾠelements	
 ﾠof	
 ﾠthe	
 ﾠproperty	
 ﾠlist	
 ﾠ
and	
 ﾠwe	
 ﾠdecided	
 ﾠto	
 ﾠwrap	
 ﾠthe	
 ﾠproperties	
 ﾠof	
 ﾠeach	
 ﾠelement	
 ﾠin	
 ﾠa	
 ﾠclass	
 ﾠthat	
 ﾠwould	
 ﾠ
have	
 ﾠ represented	
 ﾠ the	
 ﾠ element	
 ﾠ itself.	
 ﾠ After	
 ﾠ that	
 ﾠ we	
 ﾠ decided	
 ﾠ to	
 ﾠ wrap	
 ﾠ the	
 ﾠ
elements	
 ﾠin	
 ﾠa	
 ﾠclass	
 ﾠthat	
 ﾠwould	
 ﾠhave	
 ﾠrepresented	
 ﾠa	
 ﾠpage.	
 ﾠThe	
 ﾠlast	
 ﾠstep	
 ﾠwas	
 ﾠ
creating	
 ﾠa	
 ﾠclass	
 ﾠto	
 ﾠrepresent	
 ﾠthe	
 ﾠbook,	
 ﾠthat	
 ﾠwould	
 ﾠhave	
 ﾠread	
 ﾠthe	
 ﾠproperty	
 ﾠlist	
 ﾠ
file	
 ﾠand	
 ﾠcreated	
 ﾠthe	
 ﾠstructure	
 ﾠof	
 ﾠthe	
 ﾠpages	
 ﾠof	
 ﾠthe	
 ﾠbook.	
 ﾠWe	
 ﾠalso	
 ﾠdesigned	
 ﾠa	
 ﾠ
special	
 ﾠclass	
 ﾠfor	
 ﾠrepresenting	
 ﾠtweens.	
 ﾠTweens	
 ﾠare	
 ﾠthose	
 ﾠparticular	
 ﾠobjects	
 ﾠused	
 ﾠ
by	
 ﾠ Sparrow	
 ﾠ to	
 ﾠ implement	
 ﾠ animations	
 ﾠ of	
 ﾠ other	
 ﾠ Sparrow	
 ﾠ objects.	
 ﾠ This	
 ﾠ class	
 ﾠ
embeds	
 ﾠ every	
 ﾠ property	
 ﾠ of	
 ﾠ the	
 ﾠ tween	
 ﾠ dictionary	
 ﾠ explained	
 ﾠ in	
 ﾠ the	
 ﾠ last	
 ﾠ
paragraph.	
 ﾠSummarizing,	
 ﾠthe	
 ﾠmodel	
 ﾠclasses	
 ﾠdesigned	
 ﾠfor	
 ﾠthe	
 ﾠframework	
 ﾠare	
 ﾠ
the	
 ﾠfollowing:	
 ﾠ
1.  AKBook:	
 ﾠclass	
 ﾠdesigned	
 ﾠto	
 ﾠrepresent	
 ﾠthe	
 ﾠbook,	
 ﾠand	
 ﾠto	
 ﾠkeep	
 ﾠa	
 ﾠreference	
 ﾠ
to	
 ﾠan	
 ﾠarray	
 ﾠcontaining	
 ﾠthe	
 ﾠpages	
 ﾠof	
 ﾠthe	
 ﾠbook	
 ﾠ
2.  AKPage:	
 ﾠclass	
 ﾠdesigned	
 ﾠto	
 ﾠrepresent	
 ﾠa	
 ﾠpage,	
 ﾠand	
 ﾠto	
 ﾠkeep	
 ﾠa	
 ﾠreference	
 ﾠto	
 ﾠ
the	
 ﾠelements	
 ﾠof	
 ﾠa	
 ﾠpage	
 ﾠ
3.  AKElement:	
 ﾠclass	
 ﾠdesigned	
 ﾠto	
 ﾠrepresent	
 ﾠan	
 ﾠelement	
 ﾠof	
 ﾠthe	
 ﾠpage,	
 ﾠand	
 ﾠ
all	
 ﾠits	
 ﾠproperties	
 ﾠ
4.  AKTween:	
 ﾠclass	
 ﾠdesigned	
 ﾠto	
 ﾠrepresent	
 ﾠa	
 ﾠtween	
 ﾠand	
 ﾠits	
 ﾠproperties.	
 ﾠ	
 ﾠ
Note	
 ﾠthat	
 ﾠthe	
 ﾠ“AK”	
 ﾠprefix	
 ﾠstands	
 ﾠfor	
 ﾠAppKid,	
 ﾠthe	
 ﾠname	
 ﾠof	
 ﾠthe	
 ﾠframework.	
 ﾠThe	
 ﾠ
properties	
 ﾠtracked	
 ﾠby	
 ﾠAKPage,	
 ﾠAKElement	
 ﾠand	
 ﾠAKTween	
 ﾠare	
 ﾠthe	
 ﾠsame	
 ﾠof	
 ﾠthe	
 ﾠ
properties	
 ﾠwe	
 ﾠdiscussed	
 ﾠabout	
 ﾠin	
 ﾠthe	
 ﾠproperty	
 ﾠlist	
 ﾠsection,	
 ﾠso	
 ﾠwe	
 ﾠdo	
 ﾠnot	
 ﾠlist	
 ﾠ
them	
 ﾠonce	
 ﾠagain.	
 ﾠ	
 ﾠ
	
 ﾠ
5.3.2  CONTROLLER	
 ﾠ
After	
 ﾠdesigning	
 ﾠthe	
 ﾠmodel	
 ﾠof	
 ﾠthe	
 ﾠapplication,	
 ﾠwe	
 ﾠcame	
 ﾠto	
 ﾠthe	
 ﾠbigger	
 ﾠtopic	
 ﾠof	
 ﾠ
the	
 ﾠdesign	
 ﾠphase:	
 ﾠconstructing	
 ﾠa	
 ﾠsystem	
 ﾠto	
 ﾠinterpret	
 ﾠthe	
 ﾠelements	
 ﾠof	
 ﾠa	
 ﾠbook	
 ﾠ
and	
 ﾠto	
 ﾠtranslate	
 ﾠthem	
 ﾠin	
 ﾠobjects	
 ﾠor	
 ﾠactions	
 ﾠon	
 ﾠthe	
 ﾠscreen.	
 ﾠWe	
 ﾠdecided	
 ﾠto	
 ﾠtake	
 ﾠ
inspiration	
 ﾠfrom	
 ﾠthe	
 ﾠfirst	
 ﾠgeneration	
 ﾠof	
 ﾠapplications	
 ﾠbuilt	
 ﾠfor	
 ﾠinteractive	
 ﾠbooks	
 ﾠ
and	
 ﾠwe	
 ﾠkept	
 ﾠits	
 ﾠmain	
 ﾠstructure.	
 ﾠWe	
 ﾠcan	
 ﾠsee	
 ﾠit	
 ﾠin	
 ﾠthe	
 ﾠnext	
 ﾠpage.	
 ﾠ	
 ﾠ 	
 ﾠ
	
 ﾠ
	
 ﾠ
	
 ﾠ
FIGURE	
 ﾠ5.2	
 ﾠ-ﾭ‐	
 ﾠMVC	
 ﾠARCHITECTURE	
 ﾠOF	
 ﾠAPPKID	
 ﾠ
As	
 ﾠwe	
 ﾠhave	
 ﾠalready	
 ﾠseen	
 ﾠin	
 ﾠchapter	
 ﾠ4,	
 ﾠthe	
 ﾠapplication	
 ﾠis	
 ﾠbasically	
 ﾠa	
 ﾠset	
 ﾠof	
 ﾠMVCs	
 ﾠ
linked	
 ﾠtogether	
 ﾠby	
 ﾠdirect	
 ﾠreference	
 ﾠor	
 ﾠusing	
 ﾠoutlets.	
 ﾠThe	
 ﾠsame	
 ﾠidea	
 ﾠwas	
 ﾠused	
 ﾠin	
 ﾠ
this	
 ﾠcontext:	
 ﾠthe	
 ﾠapplication	
 ﾠstarts	
 ﾠwith	
 ﾠthe	
 ﾠMenuViewController,	
 ﾠwhich	
 ﾠshows	
 ﾠ	
 ﾠ
on	
 ﾠthe	
 ﾠscreen	
 ﾠa	
 ﾠmenu	
 ﾠmade	
 ﾠof	
 ﾠseveral	
 ﾠbuttons.	
 ﾠClicking	
 ﾠon	
 ﾠa	
 ﾠparticular	
 ﾠbutton	
 ﾠ
forces	
 ﾠ the	
 ﾠ application	
 ﾠ to	
 ﾠ instantiate	
 ﾠ a	
 ﾠ new	
 ﾠ MVC	
 ﾠ and	
 ﾠ to	
 ﾠ push	
 ﾠ the	
 ﾠ related	
 ﾠ
controller	
 ﾠon	
 ﾠthe	
 ﾠnavigationController
21.	
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FIGURE	
 ﾠ5.3	
 ﾠ-ﾭ‐	
 ﾠTHE	
 ﾠMAIN	
 ﾠMENU	
 ﾠOF	
 ﾠTHE	
 ﾠAPPLICATION	
 ﾠ
For	
 ﾠexample,	
 ﾠas	
 ﾠwe	
 ﾠcan	
 ﾠsee	
 ﾠin	
 ﾠfigure	
 ﾠ13,	
 ﾠclicking	
 ﾠon	
 ﾠthe	
 ﾠ“Gioca”	
 ﾠbutton	
 ﾠwill	
 ﾠ
push	
 ﾠ the	
 ﾠ GameViewController	
 ﾠ on	
 ﾠ the	
 ﾠ navigationController,	
 ﾠ as	
 ﾠ the	
 ﾠ first	
 ﾠ
generation	
 ﾠof	
 ﾠinteractive	
 ﾠbook	
 ﾠapplication	
 ﾠdoes.	
 ﾠSo	
 ﾠfar	
 ﾠwe	
 ﾠonly	
 ﾠdesigned	
 ﾠthe	
 ﾠ
ReadViewController,	
 ﾠ the	
 ﾠ other	
 ﾠ controllers	
 ﾠ are	
 ﾠ designed	
 ﾠ only	
 ﾠin	
 ﾠthe	
 ﾠlogic	
 ﾠto	
 ﾠ
come	
 ﾠback	
 ﾠto	
 ﾠthe	
 ﾠmain	
 ﾠmenu.	
 ﾠDesigning	
 ﾠand	
 ﾠdeveloping	
 ﾠthe	
 ﾠother	
 ﾠcontrollers	
 ﾠ
and	
 ﾠrelated	
 ﾠsections	
 ﾠ(game,	
 ﾠsettings,	
 ﾠindex,	
 ﾠetc)	
 ﾠis	
 ﾠa	
 ﾠfuture	
 ﾠgoal.	
 ﾠThe	
 ﾠkey	
 ﾠaspect	
 ﾠ
is	
 ﾠthat	
 ﾠall	
 ﾠthe	
 ﾠcontrollers	
 ﾠused	
 ﾠin	
 ﾠthe	
 ﾠfirst	
 ﾠgeneration	
 ﾠare	
 ﾠrelated	
 ﾠto	
 ﾠcommon	
 ﾠ
aspects	
 ﾠof	
 ﾠthe	
 ﾠbooks.	
 ﾠIn	
 ﾠfact,	
 ﾠevery	
 ﾠbook	
 ﾠhas	
 ﾠto	
 ﾠhave	
 ﾠan	
 ﾠindex,	
 ﾠit	
 ﾠhas	
 ﾠto	
 ﾠprovide	
 ﾠ
logic	
 ﾠ to	
 ﾠ record	
 ﾠ voice	
 ﾠ and	
 ﾠ to	
 ﾠ set	
 ﾠ some	
 ﾠ options	
 ﾠ (choosing	
 ﾠ the	
 ﾠ language	
 ﾠ for	
 ﾠ
example,	
 ﾠand	
 ﾠstuff	
 ﾠlike	
 ﾠthat).	
 ﾠIn	
 ﾠaddition,	
 ﾠevery	
 ﾠbook	
 ﾠcould	
 ﾠhave	
 ﾠsome	
 ﾠgames,	
 ﾠ
and,	
 ﾠin	
 ﾠparticular,	
 ﾠthe	
 ﾠtwo	
 ﾠgames	
 ﾠmentioned	
 ﾠin	
 ﾠchapter	
 ﾠ4	
 ﾠare	
 ﾠtotally	
 ﾠreusable	
 ﾠ
for	
 ﾠevery	
 ﾠbook:	
 ﾠthey	
 ﾠare	
 ﾠboth	
 ﾠdesigned	
 ﾠto	
 ﾠtake	
 ﾠan	
 ﾠimage	
 ﾠas	
 ﾠinput,	
 ﾠand	
 ﾠthey	
 ﾠuse	
 ﾠ
it	
 ﾠto	
 ﾠconstruct	
 ﾠthe	
 ﾠpuzzle	
 ﾠor	
 ﾠthe	
 ﾠfilling	
 ﾠgame.	
 ﾠThus,	
 ﾠit	
 ﾠbecomes	
 ﾠclear	
 ﾠthat	
 ﾠall	
 ﾠ
these	
 ﾠcontrollers	
 ﾠhave	
 ﾠto	
 ﾠbe	
 ﾠput	
 ﾠin	
 ﾠthe	
 ﾠframework.	
 ﾠ	
 ﾠ
The	
 ﾠproblem	
 ﾠnow	
 ﾠis	
 ﾠthat	
 ﾠwe	
 ﾠhave	
 ﾠa	
 ﾠgeneral	
 ﾠand	
 ﾠreusable	
 ﾠframework,	
 ﾠ
but	
 ﾠwe	
 ﾠhave	
 ﾠnot	
 ﾠtalked	
 ﾠabout	
 ﾠthe	
 ﾠapplication	
 ﾠyet.	
 ﾠObviously	
 ﾠa	
 ﾠframework	
 ﾠis	
 ﾠa	
 ﾠ
simple	
 ﾠset	
 ﾠof	
 ﾠclasses,	
 ﾠso	
 ﾠit	
 ﾠcannot	
 ﾠbe	
 ﾠexecuted	
 ﾠon	
 ﾠan	
 ﾠiPad.	
 ﾠIt	
 ﾠis	
 ﾠnecessary	
 ﾠto	
 ﾠ
create	
 ﾠan	
 ﾠapplication	
 ﾠthat	
 ﾠuses	
 ﾠthe	
 ﾠframework	
 ﾠto	
 ﾠshow	
 ﾠthe	
 ﾠcontents	
 ﾠof	
 ﾠthe	
 ﾠ
book	
 ﾠon	
 ﾠthe	
 ﾠscreen.	
 ﾠWe	
 ﾠhave	
 ﾠalso	
 ﾠto	
 ﾠkeep	
 ﾠin	
 ﾠmind	
 ﾠthat	
 ﾠthe	
 ﾠapplication	
 ﾠshould	
 ﾠ
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 ﾠPushing	
 ﾠa	
 ﾠcontroller	
 ﾠon	
 ﾠthe	
 ﾠnavigation	
 ﾠcontroller	
 ﾠcauses	
 ﾠthe	
 ﾠappearance	
 ﾠof	
 ﾠthe	
 ﾠrelated	
 ﾠview	
 ﾠ
and	
 ﾠthe	
 ﾠdisappearance	
 ﾠof	
 ﾠthe	
 ﾠprevious	
 ﾠview	
 ﾠin	
 ﾠan	
 ﾠanimated	
 ﾠmanner.	
 ﾠUINavigationController	
 ﾠis	
 ﾠa	
 ﾠ
particular	
 ﾠcontroller	
 ﾠused	
 ﾠby	
 ﾠCocoa	
 ﾠTouch	
 ﾠto	
 ﾠachieve	
 ﾠthis	
 ﾠbehaviour.	
 ﾠ	
 ﾠ 	
 ﾠ
	
 ﾠ
	
 ﾠ
allow	
 ﾠimplementing	
 ﾠthe	
 ﾠparticular	
 ﾠaspects	
 ﾠof	
 ﾠa	
 ﾠsingle	
 ﾠinteractive	
 ﾠbook.	
 ﾠIn	
 ﾠthis	
 ﾠ
context	
 ﾠinheritance	
 ﾠhelped	
 ﾠus	
 ﾠvery	
 ﾠmuch.	
 ﾠAs	
 ﾠa	
 ﾠmatter	
 ﾠof	
 ﾠfact,	
 ﾠwe	
 ﾠdecided	
 ﾠthat	
 ﾠ
the	
 ﾠ application	
 ﾠ should	
 ﾠ have	
 ﾠ been	
 ﾠ an	
 ﾠ extension	
 ﾠ of	
 ﾠ the	
 ﾠ framework.	
 ﾠ More	
 ﾠ
specifically,	
 ﾠ all	
 ﾠ the	
 ﾠ controller	
 ﾠ classes	
 ﾠ of	
 ﾠ the	
 ﾠ application	
 ﾠ should	
 ﾠ have	
 ﾠ been	
 ﾠ
basically	
 ﾠsubclasses	
 ﾠof	
 ﾠthe	
 ﾠrelated	
 ﾠcontroller	
 ﾠclass	
 ﾠof	
 ﾠthe	
 ﾠframework.	
 ﾠThese	
 ﾠ
extensions	
 ﾠbasically	
 ﾠdo	
 ﾠnot	
 ﾠprovide	
 ﾠmore	
 ﾠfunctionalities	
 ﾠthan	
 ﾠthe	
 ﾠframework	
 ﾠ
does,	
 ﾠbut	
 ﾠin	
 ﾠthe	
 ﾠfuture	
 ﾠsomeone	
 ﾠcould	
 ﾠwant	
 ﾠto	
 ﾠgive	
 ﾠa	
 ﾠparticular	
 ﾠfunction	
 ﾠto	
 ﾠa	
 ﾠ
book.	
 ﾠTo	
 ﾠdo	
 ﾠthis	
 ﾠhe	
 ﾠwill	
 ﾠbe	
 ﾠobliged	
 ﾠto	
 ﾠwrite	
 ﾠsome	
 ﾠmethods	
 ﾠin	
 ﾠthe	
 ﾠsubclasses	
 ﾠof	
 ﾠ
the	
 ﾠ application,	
 ﾠ and	
 ﾠ this	
 ﾠ code	
 ﾠ would	
 ﾠ overwrite	
 ﾠ the	
 ﾠ basic	
 ﾠ methods	
 ﾠ of	
 ﾠ the	
 ﾠ
various	
 ﾠcontrollers.	
 ﾠ	
 ﾠIn	
 ﾠthis	
 ﾠway	
 ﾠwhen	
 ﾠthe	
 ﾠprogrammer	
 ﾠwants	
 ﾠto	
 ﾠcreate	
 ﾠa	
 ﾠnew	
 ﾠ
interactive	
 ﾠbook,	
 ﾠhe	
 ﾠwill	
 ﾠcreate	
 ﾠsubclasses	
 ﾠfor	
 ﾠthe	
 ﾠcontrollers	
 ﾠplaced	
 ﾠin	
 ﾠthe	
 ﾠ
framework.	
 ﾠIf	
 ﾠhe	
 ﾠdoes	
 ﾠnot	
 ﾠwant	
 ﾠto	
 ﾠadd	
 ﾠcustom	
 ﾠbehaviour,	
 ﾠhe	
 ﾠwill	
 ﾠsimply	
 ﾠedit	
 ﾠ
the	
 ﾠproperty	
 ﾠlist	
 ﾠfile	
 ﾠin	
 ﾠorder	
 ﾠto	
 ﾠcreate	
 ﾠthe	
 ﾠinteractive	
 ﾠbook	
 ﾠand	
 ﾠthen	
 ﾠlink	
 ﾠthe	
 ﾠ
application	
 ﾠagainst	
 ﾠthe	
 ﾠframework,	
 ﾠwithout	
 ﾠoverwriting	
 ﾠmethods.	
 ﾠThanks	
 ﾠto	
 ﾠ
inheritance,	
 ﾠwhen	
 ﾠthe	
 ﾠapplication	
 ﾠwill	
 ﾠstart,	
 ﾠthe	
 ﾠmethods	
 ﾠof	
 ﾠthe	
 ﾠsuperclasses	
 ﾠ
will	
 ﾠbe	
 ﾠinvoked,	
 ﾠbecause	
 ﾠthe	
 ﾠsubclasses	
 ﾠwill	
 ﾠnot	
 ﾠhave	
 ﾠoverwritten	
 ﾠthem.	
 ﾠThus,	
 ﾠ
the	
 ﾠframework	
 ﾠclasses	
 ﾠwill	
 ﾠbe	
 ﾠused	
 ﾠto	
 ﾠread	
 ﾠthe	
 ﾠproperty	
 ﾠlist,	
 ﾠto	
 ﾠprocess	
 ﾠdata	
 ﾠ
about	
 ﾠpages	
 ﾠand	
 ﾠto	
 ﾠrender	
 ﾠgraphic	
 ﾠobjects	
 ﾠon	
 ﾠthe	
 ﾠscreen.	
 ﾠWe	
 ﾠgive	
 ﾠhere	
 ﾠa	
 ﾠlist	
 ﾠof	
 ﾠ
the	
 ﾠ controllers	
 ﾠ designed	
 ﾠ to	
 ﾠ be	
 ﾠ in	
 ﾠ the	
 ﾠ framework	
 ﾠ (i.e.	
 ﾠ all	
 ﾠ the	
 ﾠ controllers	
 ﾠ
available):	
 ﾠ
•  FRAMEWORK	
 ﾠ
o  AKMenuViewController	
 ﾠ
o  AKGameViewController	
 ﾠ
o  AKAboutViewController	
 ﾠ
o  AKSettingsViewController	
 ﾠ
o  AKRecordViewController	
 ﾠ
o  AKIndexViewController	
 ﾠ
o  AKReadViewController	
 ﾠ
o  AKButtonsViewController	
 ﾠ
o  AKBookAppDelegate	
 ﾠ
By	
 ﾠthe	
 ﾠway,	
 ﾠthis	
 ﾠis	
 ﾠonly	
 ﾠa	
 ﾠdesign	
 ﾠdiscussion:	
 ﾠas	
 ﾠwe	
 ﾠsaid,	
 ﾠwe	
 ﾠput	
 ﾠour	
 ﾠstrengths	
 ﾠon	
 ﾠ
designing	
 ﾠat	
 ﾠfirst	
 ﾠa	
 ﾠset	
 ﾠof	
 ﾠclasses	
 ﾠin	
 ﾠorder	
 ﾠto	
 ﾠreproduce	
 ﾠthe	
 ﾠinteractive	
 ﾠpages,	
 ﾠ
reading	
 ﾠthem	
 ﾠfrom	
 ﾠthe	
 ﾠproperty	
 ﾠlist,	
 ﾠand	
 ﾠwe	
 ﾠdid	
 ﾠnot	
 ﾠfocus	
 ﾠon	
 ﾠthe	
 ﾠindex,	
 ﾠon	
 ﾠthe	
 ﾠ
game	
 ﾠand	
 ﾠstuff	
 ﾠlike	
 ﾠthat.	
 ﾠIn	
 ﾠother	
 ﾠwords,	
 ﾠwe	
 ﾠconcentrated	
 ﾠon	
 ﾠthe	
 ﾠdesign	
 ﾠof	
 ﾠthe	
 ﾠ
ReadViewController,	
 ﾠdelaying	
 ﾠto	
 ﾠthe	
 ﾠfuture	
 ﾠthe	
 ﾠother	
 ﾠfunctionalities.	
 ﾠAlthough	
 ﾠ
the	
 ﾠskeleton	
 ﾠof	
 ﾠthe	
 ﾠapplication	
 ﾠis	
 ﾠquite	
 ﾠthe	
 ﾠsame	
 ﾠof	
 ﾠthe	
 ﾠfirst	
 ﾠgeneration,	
 ﾠthe	
 ﾠ
ReadViewController	
 ﾠis	
 ﾠdeeply	
 ﾠdifferent	
 ﾠfrom	
 ﾠthe	
 ﾠfirst	
 ﾠone,	
 ﾠand	
 ﾠit	
 ﾠis	
 ﾠnow	
 ﾠplaced	
 ﾠ
in	
 ﾠthe	
 ﾠframework.	
 ﾠ
DESIGN	
 ﾠOF	
 ﾠTHE	
 ﾠREADVIEWCONTROLLER	
 ﾠ
At	
 ﾠthis	
 ﾠpoint,	
 ﾠour	
 ﾠconcept	
 ﾠof	
 ﾠthe	
 ﾠinteractive	
 ﾠbook	
 ﾠis	
 ﾠthe	
 ﾠfollowing:	
 ﾠ	
 ﾠ
1.  The	
 ﾠ program	
 ﾠ starts	
 ﾠ showing	
 ﾠ the	
 ﾠ main	
 ﾠ menu,	
 ﾠ corresponding	
 ﾠ to	
 ﾠ the	
 ﾠ
push	
 ﾠof	
 ﾠthe	
 ﾠMenuViewController	
 ﾠon	
 ﾠthe	
 ﾠnavigationController.	
 ﾠ
2.  After	
 ﾠ clicking	
 ﾠ on	
 ﾠ the	
 ﾠ “Leggi”	
 ﾠ button,	
 ﾠ the	
 ﾠ AKReadViewController	
 ﾠ is	
 ﾠ
pushed	
 ﾠon	
 ﾠthe	
 ﾠtop	
 ﾠof	
 ﾠthe	
 ﾠnavigationController.	
 ﾠ	
 ﾠ
In	
 ﾠthe	
 ﾠframework	
 ﾠwe	
 ﾠchanged	
 ﾠthe	
 ﾠstructure	
 ﾠof	
 ﾠthe	
 ﾠReadViewController:	
 ﾠwe	
 ﾠ
decided	
 ﾠ that	
 ﾠ the	
 ﾠ SPStage	
 ﾠ class	
 ﾠ extension	
 ﾠ (called	
 ﾠ AKBookView)	
 ﾠ would	
 ﾠ be	
 ﾠ
instantiated	
 ﾠ every	
 ﾠ time	
 ﾠ the	
 ﾠ ReadViewController	
 ﾠ is	
 ﾠ pushed	
 ﾠ on	
 ﾠ the	
 ﾠ
navigationController.	
 ﾠIn	
 ﾠthis	
 ﾠway	
 ﾠevery	
 ﾠtime	
 ﾠthe	
 ﾠReadViewController	
 ﾠis	
 ﾠpopped	
 ﾠ
off	
 ﾠfrom	
 ﾠthe	
 ﾠnavigationController	
 ﾠit	
 ﾠgets	
 ﾠdeallocated	
 ﾠ(i.e.	
 ﾠwhen	
 ﾠthe	
 ﾠuser	
 ﾠtaps	
 ﾠ
on	
 ﾠthe	
 ﾠbutton	
 ﾠused	
 ﾠto	
 ﾠreturn	
 ﾠto	
 ﾠthe	
 ﾠmain	
 ﾠmenu).	
 ﾠ	
 ﾠAt	
 ﾠthis	
 ﾠpoint,	
 ﾠafter	
 ﾠloading	
 ﾠits	
 ﾠ
own	
 ﾠview,	
 ﾠthe	
 ﾠAKReadViewController	
 ﾠuses	
 ﾠthe	
 ﾠsparrowView
22	
 ﾠcreated	
 ﾠin	
 ﾠthe	
 ﾠ
correspondent	
 ﾠReadViewController.xib	
 ﾠfile	
 ﾠto	
 ﾠinitialize	
 ﾠthe	
 ﾠstage.	
 ﾠThe	
 ﾠstage	
 ﾠhas	
 ﾠ
the	
 ﾠsame	
 ﾠgoal	
 ﾠof	
 ﾠthe	
 ﾠstage	
 ﾠof	
 ﾠthe	
 ﾠfirst	
 ﾠgeneration	
 ﾠof	
 ﾠapplications:	
 ﾠrendering	
 ﾠthe	
 ﾠ
pages.	
 ﾠ
In	
 ﾠthe	
 ﾠframework	
 ﾠthere	
 ﾠis	
 ﾠa	
 ﾠgreat	
 ﾠdifference:	
 ﾠwhen	
 ﾠthe	
 ﾠuser	
 ﾠwants	
 ﾠto	
 ﾠ
go	
 ﾠ to	
 ﾠ the	
 ﾠ next	
 ﾠ page,	
 ﾠ the	
 ﾠ stage	
 ﾠ uses	
 ﾠ information	
 ﾠ from	
 ﾠ the	
 ﾠ property	
 ﾠ list	
 ﾠ to	
 ﾠ
render	
 ﾠthe	
 ﾠnew	
 ﾠpage.	
 ﾠWe	
 ﾠknow	
 ﾠthat	
 ﾠSparrow	
 ﾠuses	
 ﾠan	
 ﾠSPSprite	
 ﾠinstance	
 ﾠto	
 ﾠ
construct	
 ﾠa	
 ﾠpage:	
 ﾠwe	
 ﾠcan	
 ﾠadd	
 ﾠimages,	
 ﾠtexts,	
 ﾠsounds,	
 ﾠanimations	
 ﾠand	
 ﾠso	
 ﾠon;	
 ﾠ
adding	
 ﾠ the	
 ﾠ SPSprite	
 ﾠ instance	
 ﾠ to	
 ﾠ the	
 ﾠ stage	
 ﾠ forces	
 ﾠ it	
 ﾠ to	
 ﾠ be	
 ﾠ rendered	
 ﾠ on	
 ﾠ the	
 ﾠ
screen.	
 ﾠWhen	
 ﾠthe	
 ﾠstage	
 ﾠhas	
 ﾠto	
 ﾠstart	
 ﾠa	
 ﾠnew	
 ﾠpage	
 ﾠ(there	
 ﾠis	
 ﾠa	
 ﾠspecial	
 ﾠmethod	
 ﾠin	
 ﾠ
the	
 ﾠ stage	
 ﾠ class	
 ﾠ to	
 ﾠ do	
 ﾠ this),	
 ﾠ it	
 ﾠ creates	
 ﾠ a	
 ﾠ new	
 ﾠ AKPageSprite	
 ﾠ instance	
 ﾠ (called	
 ﾠ
pageSprite)	
 ﾠand	
 ﾠit	
 ﾠadds	
 ﾠthe	
 ﾠsprite	
 ﾠas	
 ﾠa	
 ﾠchild	
 ﾠof	
 ﾠitself	
 ﾠ(see	
 ﾠfigure).	
 ﾠ
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 ﾠThe	
 ﾠsparrowView	
 ﾠis	
 ﾠan	
 ﾠinstance	
 ﾠof	
 ﾠthe	
 ﾠSPView	
 ﾠobject,	
 ﾠwhich	
 ﾠis	
 ﾠthe	
 ﾠUIView	
 ﾠobject	
 ﾠthat	
 ﾠSparrow	
 ﾠ
renders	
 ﾠits	
 ﾠcontent	
 ﾠinto.	
 ﾠ	
 ﾠ 	
 ﾠ
	
 ﾠ
	
 ﾠ
	
 ﾠ
FIGURE	
 ﾠ5.4	
 ﾠ-ﾭ‐	
 ﾠVIEW	
 ﾠCONTROLLING	
 ﾠOF	
 ﾠREAD	
 ﾠVIEW	
 ﾠCONTROLLER	
 ﾠ
	
 ﾠ
	
 ﾠIn	
 ﾠfact	
 ﾠthe	
 ﾠway	
 ﾠa	
 ﾠpageSprite	
 ﾠis	
 ﾠadded	
 ﾠto	
 ﾠthe	
 ﾠstage	
 ﾠdepends	
 ﾠin	
 ﾠour	
 ﾠdesign	
 ﾠby	
 ﾠits	
 ﾠ
enterAnimation	
 ﾠ value	
 ﾠ in	
 ﾠ the	
 ﾠ page	
 ﾠ features	
 ﾠ dictionary.	
 ﾠ So	
 ﾠ far	
 ﾠ we	
 ﾠ have	
 ﾠ only	
 ﾠ
designed	
 ﾠa	
 ﾠslide	
 ﾠeffect	
 ﾠin	
 ﾠorder	
 ﾠto	
 ﾠmake	
 ﾠthe	
 ﾠpage	
 ﾠappear	
 ﾠand	
 ﾠdisappear.	
 ﾠ
Apart	
 ﾠthat,	
 ﾠconstructing	
 ﾠa	
 ﾠpageSprite	
 ﾠby	
 ﾠreading	
 ﾠinformation	
 ﾠfrom	
 ﾠthe	
 ﾠproperty	
 ﾠ
list	
 ﾠ is	
 ﾠ the	
 ﾠ most	
 ﾠ important	
 ﾠ issue.	
 ﾠ To	
 ﾠ achieve	
 ﾠ this	
 ﾠ goal	
 ﾠ we	
 ﾠ designed	
 ﾠ two	
 ﾠ
algorithms,	
 ﾠthe	
 ﾠfirst	
 ﾠto	
 ﾠread	
 ﾠthe	
 ﾠproperty	
 ﾠlist	
 ﾠand	
 ﾠconstruct	
 ﾠthe	
 ﾠarray	
 ﾠof	
 ﾠpages	
 ﾠ
(which	
 ﾠwill	
 ﾠbe	
 ﾠimplemented	
 ﾠin	
 ﾠthe	
 ﾠapplication	
 ﾠdelegate),	
 ﾠand	
 ﾠthe	
 ﾠsecond	
 ﾠto	
 ﾠ
extract	
 ﾠthe	
 ﾠneeded	
 ﾠinformation	
 ﾠfrom	
 ﾠthe	
 ﾠarray	
 ﾠand	
 ﾠto	
 ﾠcreate	
 ﾠan	
 ﾠAKPageSprite	
 ﾠ
instance	
 ﾠ for	
 ﾠ every	
 ﾠ page	
 ﾠ (which	
 ﾠ will	
 ﾠ be	
 ﾠ implemented	
 ﾠ in	
 ﾠ the	
 ﾠ PageSprite	
 ﾠ init	
 ﾠ
method).	
 ﾠ	
 ﾠ
CONSTRUCTING	
 ﾠTHE	
 ﾠPROPERTY	
 ﾠLIST	
 ﾠAT	
 ﾠRUNTIME	
 ﾠ	
 ﾠ
ALGORITHM	
 ﾠ5.1	
 ﾠ–	
 ﾠCONSTRUCTING	
 ﾠTHE	
 ﾠARRAY	
 ﾠOF	
 ﾠPAGES 
As	
 ﾠwe	
 ﾠcan	
 ﾠsee,	
 ﾠthe	
 ﾠalgorithm	
 ﾠreads	
 ﾠthe	
 ﾠproperty	
 ﾠlist	
 ﾠfrom	
 ﾠthe	
 ﾠfile	
 ﾠand	
 ﾠputs	
 ﾠthe	
 ﾠ
pages	
 ﾠ(read	
 ﾠas	
 ﾠdictionaries,	
 ﾠsee	
 ﾠchapter	
 ﾠ4)	
 ﾠin	
 ﾠan	
 ﾠarray.	
 ﾠThen	
 ﾠthe	
 ﾠalgorithm	
 ﾠ
starts	
 ﾠto	
 ﾠscan	
 ﾠevery	
 ﾠposition	
 ﾠof	
 ﾠthe	
 ﾠarray	
 ﾠto	
 ﾠread	
 ﾠthe	
 ﾠelements	
 ﾠof	
 ﾠa	
 ﾠparticular	
 ﾠ
page.	
 ﾠIn	
 ﾠparticular,	
 ﾠit	
 ﾠuses	
 ﾠthe	
 ﾠj-ﾭ‐th	
 ﾠdictionary	
 ﾠof	
 ﾠthe	
 ﾠpage	
 ﾠto	
 ﾠconstruct	
 ﾠthe	
 ﾠj-ﾭ‐th	
 ﾠ
element	
 ﾠ of	
 ﾠ the	
 ﾠ page.	
 ﾠ A	
 ﾠ page	
 ﾠ is	
 ﾠ allocated	
 ﾠ as	
 ﾠ an	
 ﾠ instance	
 ﾠ of	
 ﾠ AKPage	
 ﾠ before	
 ﾠ
starting	
 ﾠto	
 ﾠcheck	
 ﾠthe	
 ﾠelements	
 ﾠof	
 ﾠthe	
 ﾠpage	
 ﾠitself.	
 ﾠ
CREATING	
 ﾠA	
 ﾠPAGESPRITE	
 ﾠFOR	
 ﾠA	
 ﾠPAGE	
 ﾠ
Page 1 of 1
Algorithm1 26/02/12 18.11
start;
pageDicts <- read the property list from file;
pages <- new array
for (i <- 0, i < pagedDicts.size, i++) {
        page <- pageDicts[i];
    akPage <- new instance of AKPage;
    for (j <- 0, j < page.elements.size, j++) {
        akElement <- create new instance of AKElement using 
        page.elements[j];
         add akElement to akPage;
    }
    pages[i] = akPage;
}
return pages;
end;	
 ﾠ 	
 ﾠ
	
 ﾠ
	
 ﾠ
	
 ﾠ
ALGORITHM	
 ﾠ5.2	
 ﾠ–	
 ﾠCREATING	
 ﾠA	
 ﾠPAGESPRITE	
 ﾠ
The	
 ﾠalgorithm	
 ﾠis	
 ﾠquite	
 ﾠsimple:	
 ﾠit	
 ﾠchecks	
 ﾠall	
 ﾠthe	
 ﾠelements	
 ﾠinstantiated	
 ﾠfrom	
 ﾠthe	
 ﾠ
property	
 ﾠ list	
 ﾠ and	
 ﾠ tracked	
 ﾠ in	
 ﾠ the	
 ﾠ AKPage	
 ﾠ class	
 ﾠ and	
 ﾠ it	
 ﾠ constructs	
 ﾠ the	
 ﾠ proper	
 ﾠ
Sparrow	
 ﾠelement	
 ﾠfor	
 ﾠeach	
 ﾠobject.	
 ﾠIf	
 ﾠsome	
 ﾠelement	
 ﾠneeds	
 ﾠanimations,	
 ﾠsome	
 ﾠ
tweens	
 ﾠare	
 ﾠcreated	
 ﾠand	
 ﾠadded	
 ﾠto	
 ﾠthe	
 ﾠpageSprite’s	
 ﾠjuggler.	
 ﾠ
By	
 ﾠ using	
 ﾠ this	
 ﾠ basic	
 ﾠ algorithm,	
 ﾠ the	
 ﾠ ReadViewController	
 ﾠ can	
 ﾠ render	
 ﾠ on	
 ﾠ the	
 ﾠ
sparrowView	
 ﾠthe	
 ﾠpages	
 ﾠof	
 ﾠthe	
 ﾠbook,	
 ﾠshowing	
 ﾠanimated	
 ﾠimages	
 ﾠand	
 ﾠtexts	
 ﾠon	
 ﾠ
the	
 ﾠ screen	
 ﾠ and	
 ﾠ playing	
 ﾠ sounds.	
 ﾠ These	
 ﾠ are	
 ﾠ not	
 ﾠ the	
 ﾠ only	
 ﾠ capabilities	
 ﾠ of	
 ﾠ the	
 ﾠ
framework,	
 ﾠand	
 ﾠin	
 ﾠ5.4	
 ﾠ	
 ﾠwe	
 ﾠwill	
 ﾠsee	
 ﾠthe	
 ﾠdesign	
 ﾠof	
 ﾠthe	
 ﾠextensions	
 ﾠto	
 ﾠthis	
 ﾠbasic	
 ﾠ
behaviour.	
 ﾠ
5.3.3  VIEW	
 ﾠ
All	
 ﾠ the	
 ﾠ xib	
 ﾠ files	
 ﾠ created	
 ﾠ in	
 ﾠ the	
 ﾠ Interface	
 ﾠ Builder	
 ﾠ represent	
 ﾠ the	
 ﾠ view.	
 ﾠ We	
 ﾠ
imagined	
 ﾠthat	
 ﾠthe	
 ﾠvisual	
 ﾠappearance	
 ﾠof	
 ﾠa	
 ﾠmenu	
 ﾠor	
 ﾠof	
 ﾠa	
 ﾠsection	
 ﾠcould	
 ﾠnot	
 ﾠbe	
 ﾠthe	
 ﾠ
Page 1 of 1
algorithm 26/02/12 17.36
start;
elements <- current elements of a page;
pageSprite <- new empty page sprite;
for (i <- 0, i < elements.size, i++) {
currentElement <- elements[i];
if (currentElement.type == image) {
spImage <- create Sparrow image instance using  filename;
set position; 
set dimensions;
set alpha;
set name;
if (currentElement.hasTweens) {
add tweens for the current instance;
}
add spImage to pageSprite;
} else if (currentElement.type == text) {
spText <- create Sparrow text;
set position; 
set dimensions;
set alpha;
set name;
set font size;
set font name;
set font color; 
if (currentElement.hasTweens) {
add tweens for the current instance;
}
add spText to pageSprite
} else if (currentElement.type == audio) {
spAudio <- create Sparrow audio instance using trackName             
        set position; 
set dimensions;
set alpha;
set name;
set font size;
set font name;
set font color; 
if (currentElement.hasTweens) {
add tweens for the current instance;
}
add spAudio to pageSprite;
} else if (currentElement.type == movie) {
spMovie <- create Sparrow movie instance using frames read from 
the property list
    set position; 
    set dimensions;
        set alpha;
        set name; 
        start playing movie;
        if (currentElement.hasTweens) {
            add tweens for the current instance;
}
add spMovie to pageSprite;
}
}
end;	
 ﾠ
same	
 ﾠ for	
 ﾠ all	
 ﾠ the	
 ﾠ books.	
 ﾠ Therefore,	
 ﾠ we	
 ﾠ decided	
 ﾠ to	
 ﾠ put	
 ﾠ the	
 ﾠ xib	
 ﾠ files	
 ﾠ in	
 ﾠ the	
 ﾠ
application.	
 ﾠThis	
 ﾠgives	
 ﾠthe	
 ﾠpossibility	
 ﾠto	
 ﾠthe	
 ﾠauthor	
 ﾠof	
 ﾠan	
 ﾠinteractive	
 ﾠbook	
 ﾠto	
 ﾠ
customize	
 ﾠevery	
 ﾠmenu	
 ﾠor	
 ﾠsection	
 ﾠwit	
 ﾠhis	
 ﾠown	
 ﾠpreferences,	
 ﾠwithout	
 ﾠmodifying	
 ﾠ
the	
 ﾠunderlying	
 ﾠframework.	
 ﾠObviously,	
 ﾠthe	
 ﾠpossibility	
 ﾠto	
 ﾠextend	
 ﾠthe	
 ﾠcontroller	
 ﾠ
classes	
 ﾠof	
 ﾠthe	
 ﾠframework	
 ﾠlets	
 ﾠthe	
 ﾠauthor	
 ﾠmodifying	
 ﾠalso	
 ﾠthe	
 ﾠbehaviour	
 ﾠand	
 ﾠthe	
 ﾠ
logic	
 ﾠbehind	
 ﾠthe	
 ﾠappearance	
 ﾠof	
 ﾠa	
 ﾠsection.	
 ﾠFor	
 ﾠexample,	
 ﾠif	
 ﾠthe	
 ﾠauthor	
 ﾠwants	
 ﾠto	
 ﾠ
add	
 ﾠanother	
 ﾠgame	
 ﾠin	
 ﾠthe	
 ﾠbook	
 ﾠbesides	
 ﾠthe	
 ﾠtwo	
 ﾠgames	
 ﾠdescripted,	
 ﾠhe	
 ﾠcould	
 ﾠadd	
 ﾠ
some	
 ﾠobjects	
 ﾠto	
 ﾠthe	
 ﾠxib	
 ﾠfile	
 ﾠof	
 ﾠthe	
 ﾠGameViewController,	
 ﾠand	
 ﾠadd	
 ﾠthe	
 ﾠcode	
 ﾠfor	
 ﾠ
the	
 ﾠ new	
 ﾠ game	
 ﾠ in	
 ﾠ the	
 ﾠ subclass	
 ﾠ of	
 ﾠ AKGameViewController,	
 ﾠ extending	
 ﾠ its	
 ﾠ
functionalities.	
 ﾠWe	
 ﾠcan	
 ﾠsee	
 ﾠthat	
 ﾠthis	
 ﾠis	
 ﾠquite	
 ﾠa	
 ﾠscalable	
 ﾠstrategy	
 ﾠin	
 ﾠorder	
 ﾠto	
 ﾠ
customize	
 ﾠthe	
 ﾠapplication.	
 ﾠ
	
 ﾠThe	
 ﾠviews	
 ﾠare	
 ﾠdesigned	
 ﾠto	
 ﾠbe	
 ﾠfunny	
 ﾠand	
 ﾠsuitable	
 ﾠfor	
 ﾠkids.	
 ﾠThus,	
 ﾠthey	
 ﾠ
are	
 ﾠquite	
 ﾠsimple	
 ﾠand	
 ﾠwith	
 ﾠa	
 ﾠrestricted	
 ﾠset	
 ﾠof	
 ﾠinteractive	
 ﾠitems.	
 ﾠIn	
 ﾠthis	
 ﾠphase	
 ﾠwe	
 ﾠ
decided	
 ﾠto	
 ﾠrecreate	
 ﾠthe	
 ﾠbook	
 ﾠChissà	
 ﾠwith	
 ﾠthe	
 ﾠframework	
 ﾠand	
 ﾠusing	
 ﾠthe	
 ﾠplist
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 ﾠ
file,	
 ﾠso	
 ﾠthe	
 ﾠconcept	
 ﾠof	
 ﾠthe	
 ﾠpages	
 ﾠof	
 ﾠthe	
 ﾠbook	
 ﾠis	
 ﾠthe	
 ﾠsame	
 ﾠof	
 ﾠChissà.	
 ﾠ	
 ﾠ
5.4  EXTENSION	
 ﾠOF	
 ﾠTHE	
 ﾠFRAMEWORK	
 ﾠDESIGN	
 ﾠ
After	
 ﾠdesigning	
 ﾠthe	
 ﾠarchitecture	
 ﾠof	
 ﾠthe	
 ﾠframework	
 ﾠand	
 ﾠof	
 ﾠthe	
 ﾠapplication,	
 ﾠand	
 ﾠ
how	
 ﾠ they	
 ﾠ interact	
 ﾠ together	
 ﾠ creating	
 ﾠ a	
 ﾠ scalable	
 ﾠ system,	
 ﾠ we	
 ﾠ focused	
 ﾠ on	
 ﾠ
extending	
 ﾠthe	
 ﾠcapabilities	
 ﾠof	
 ﾠthe	
 ﾠframework,	
 ﾠin	
 ﾠorder	
 ﾠto	
 ﾠachieve	
 ﾠall	
 ﾠthe	
 ﾠgoals	
 ﾠ
presented	
 ﾠin	
 ﾠ5.1.	
 ﾠWe	
 ﾠhave	
 ﾠrealized	
 ﾠthat	
 ﾠrepresenting	
 ﾠimages,	
 ﾠtexts,	
 ﾠsounds	
 ﾠand	
 ﾠ
movies	
 ﾠis	
 ﾠquite	
 ﾠsimple	
 ﾠwith	
 ﾠa	
 ﾠproperty	
 ﾠlist.	
 ﾠUnfortunately,	
 ﾠrepresenting	
 ﾠobjects	
 ﾠ
that	
 ﾠhave	
 ﾠto	
 ﾠbe	
 ﾠrendered	
 ﾠexactly	
 ﾠafter	
 ﾠothers,	
 ﾠor	
 ﾠanimations	
 ﾠthat	
 ﾠhave	
 ﾠto	
 ﾠstart	
 ﾠ
after	
 ﾠa	
 ﾠparticular	
 ﾠevent,	
 ﾠis	
 ﾠnot	
 ﾠas	
 ﾠsimple.	
 ﾠWe	
 ﾠwill	
 ﾠsee	
 ﾠin	
 ﾠ5.4.1	
 ﾠhow	
 ﾠthis	
 ﾠproblem	
 ﾠ
was	
 ﾠsolved.	
 ﾠ
Another	
 ﾠimportant	
 ﾠtopic	
 ﾠwas	
 ﾠgiving	
 ﾠthe	
 ﾠcapability	
 ﾠto	
 ﾠthe	
 ﾠframework	
 ﾠto	
 ﾠ
distinguish	
 ﾠif	
 ﾠsome	
 ﾠobject	
 ﾠmay	
 ﾠreact	
 ﾠto	
 ﾠa	
 ﾠtap	
 ﾠdone	
 ﾠby	
 ﾠthe	
 ﾠuser:	
 ﾠfor	
 ﾠexample,	
 ﾠin	
 ﾠ
the	
 ﾠfirst	
 ﾠpage	
 ﾠof	
 ﾠChissà,	
 ﾠif	
 ﾠthe	
 ﾠuser	
 ﾠtaps	
 ﾠon	
 ﾠthe	
 ﾠhead	
 ﾠof	
 ﾠthe	
 ﾠchild,	
 ﾠit	
 ﾠwill	
 ﾠstart	
 ﾠ
laughing.	
 ﾠThe	
 ﾠidea	
 ﾠis	
 ﾠto	
 ﾠcook	
 ﾠup	
 ﾠa	
 ﾠset	
 ﾠof	
 ﾠproperties	
 ﾠin	
 ﾠthe	
 ﾠproperty	
 ﾠlist	
 ﾠfile	
 ﾠto	
 ﾠ
tell	
 ﾠif	
 ﾠan	
 ﾠobject	
 ﾠhas	
 ﾠto	
 ﾠreact	
 ﾠto	
 ﾠa	
 ﾠtap	
 ﾠof	
 ﾠthe	
 ﾠuser.	
 ﾠThis	
 ﾠis	
 ﾠan	
 ﾠimportant	
 ﾠaspect,	
 ﾠ
because	
 ﾠit	
 ﾠis	
 ﾠthe	
 ﾠsoul	
 ﾠof	
 ﾠthe	
 ﾠbook’s	
 ﾠinteractivity.	
 ﾠWe	
 ﾠwill	
 ﾠtalk	
 ﾠabout	
 ﾠit	
 ﾠin	
 ﾠ5.4.2	
 ﾠ
The	
 ﾠfollowing	
 ﾠtopic	
 ﾠwe	
 ﾠare	
 ﾠgoing	
 ﾠto	
 ﾠtalk	
 ﾠabout	
 ﾠis	
 ﾠthe	
 ﾠcapability	
 ﾠof	
 ﾠmanaging	
 ﾠthe	
 ﾠ
dragging	
 ﾠof	
 ﾠobjects	
 ﾠaround	
 ﾠthe	
 ﾠscreen.	
 ﾠThis	
 ﾠis	
 ﾠa	
 ﾠvery	
 ﾠhard	
 ﾠfeature,	
 ﾠand	
 ﾠit	
 ﾠhas	
 ﾠ
not	
 ﾠbeen	
 ﾠimplemented	
 ﾠyet.	
 ﾠWe	
 ﾠwill	
 ﾠgive	
 ﾠan	
 ﾠidea	
 ﾠof	
 ﾠthe	
 ﾠsolution	
 ﾠin	
 ﾠ5.4.3.	
 ﾠ
5.4.1  DESIGNING	
 ﾠTHE	
 ﾠTRIGGERING	
 ﾠSYSTEM	
 ﾠ
As	
 ﾠwe	
 ﾠsaid,	
 ﾠwe	
 ﾠhave	
 ﾠto	
 ﾠface	
 ﾠthe	
 ﾠproblem	
 ﾠof	
 ﾠgiving	
 ﾠobjects	
 ﾠthe	
 ﾠopportunity	
 ﾠto	
 ﾠ
be	
 ﾠrendered	
 ﾠwhen	
 ﾠsome	
 ﾠanimation	
 ﾠstops,	
 ﾠor	
 ﾠwhen	
 ﾠit	
 ﾠstarts.	
 ﾠIn	
 ﾠthe	
 ﾠsame	
 ﾠway,	
 ﾠit	
 ﾠ
would	
 ﾠbe	
 ﾠvery	
 ﾠnice	
 ﾠto	
 ﾠcreate	
 ﾠthe	
 ﾠpossibility	
 ﾠto	
 ﾠstart	
 ﾠan	
 ﾠanimation	
 ﾠafter	
 ﾠanother	
 ﾠ
one,	
 ﾠor	
 ﾠstuff	
 ﾠlike	
 ﾠthat.	
 ﾠTherefore,	
 ﾠwe	
 ﾠhave	
 ﾠto	
 ﾠcreate	
 ﾠa	
 ﾠsystem	
 ﾠto	
 ﾠsynchronize	
 ﾠ
animations	
 ﾠand	
 ﾠobjects.	
 ﾠ	
 ﾠ
A	
 ﾠsimple	
 ﾠsolution	
 ﾠwould	
 ﾠbe	
 ﾠsetting	
 ﾠthe	
 ﾠtime	
 ﾠdelay	
 ﾠof	
 ﾠthe	
 ﾠappearance	
 ﾠof	
 ﾠ
the	
 ﾠobject.	
 ﾠIn	
 ﾠother	
 ﾠwords	
 ﾠthis	
 ﾠwould	
 ﾠmean	
 ﾠspecifying	
 ﾠwhen	
 ﾠsomething	
 ﾠhas	
 ﾠto	
 ﾠ
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 ﾠ“plist”	
 ﾠstands	
 ﾠfor	
 ﾠproperty	
 ﾠlist	
 ﾠ	
 ﾠ 	
 ﾠ
	
 ﾠ
	
 ﾠ
happen.	
 ﾠThis	
 ﾠis	
 ﾠquite	
 ﾠuncomfortable	
 ﾠbecause	
 ﾠwe	
 ﾠhave	
 ﾠto	
 ﾠestimate	
 ﾠthe	
 ﾠexact	
 ﾠ
timing	
 ﾠfor	
 ﾠeach	
 ﾠobject	
 ﾠand	
 ﾠfor	
 ﾠeach	
 ﾠanimation.	
 ﾠMoreover,	
 ﾠchanging	
 ﾠthe	
 ﾠscript	
 ﾠ
of	
 ﾠthe	
 ﾠpage	
 ﾠwould	
 ﾠmean	
 ﾠcomputing	
 ﾠall	
 ﾠthe	
 ﾠtimings	
 ﾠfrom	
 ﾠscratch,	
 ﾠleading	
 ﾠto	
 ﾠa	
 ﾠ
huge	
 ﾠloss	
 ﾠof	
 ﾠtime.	
 ﾠFor	
 ﾠexample,	
 ﾠif	
 ﾠwe	
 ﾠdecide	
 ﾠthat	
 ﾠin	
 ﾠan	
 ﾠalready	
 ﾠconstructed	
 ﾠ
page	
 ﾠthere	
 ﾠmust	
 ﾠbe	
 ﾠa	
 ﾠnew	
 ﾠtext	
 ﾠthat	
 ﾠappears	
 ﾠbefore	
 ﾠany	
 ﾠother	
 ﾠobject,	
 ﾠthis	
 ﾠwill	
 ﾠ
force	
 ﾠus	
 ﾠto	
 ﾠcompute	
 ﾠa	
 ﾠnew	
 ﾠtiming	
 ﾠfor	
 ﾠeach	
 ﾠobject.	
 ﾠIn	
 ﾠthe	
 ﾠfirst	
 ﾠgeneration	
 ﾠof	
 ﾠ
interactive	
 ﾠbooks	
 ﾠwe	
 ﾠexploited	
 ﾠthe	
 ﾠpower	
 ﾠof	
 ﾠSparrow	
 ﾠin	
 ﾠorder	
 ﾠto	
 ﾠsynchronize	
 ﾠ
objects	
 ﾠand	
 ﾠtweens.	
 ﾠSparrow	
 ﾠin	
 ﾠfact	
 ﾠprovides	
 ﾠan	
 ﾠevent-ﾭ‐driven	
 ﾠdevelopment	
 ﾠ
environment,	
 ﾠwhich	
 ﾠis	
 ﾠvery	
 ﾠuseful	
 ﾠfor	
 ﾠthis	
 ﾠkind	
 ﾠof	
 ﾠsituation:	
 ﾠevery	
 ﾠkind	
 ﾠof	
 ﾠaction	
 ﾠ
done	
 ﾠon	
 ﾠan	
 ﾠobject	
 ﾠgenerates	
 ﾠan	
 ﾠevent.	
 ﾠFor	
 ﾠexample,	
 ﾠwhen	
 ﾠan	
 ﾠanimation	
 ﾠends,	
 ﾠ
the	
 ﾠtween	
 ﾠin	
 ﾠcharge	
 ﾠfor	
 ﾠthe	
 ﾠanimation	
 ﾠgenerates	
 ﾠan	
 ﾠevent,	
 ﾠnotifying	
 ﾠthat	
 ﾠthe	
 ﾠ
animation	
 ﾠended.	
 ﾠThis	
 ﾠis	
 ﾠquite	
 ﾠuseful,	
 ﾠbecause	
 ﾠwe	
 ﾠcan	
 ﾠschedule	
 ﾠa	
 ﾠparticular	
 ﾠ
action	
 ﾠexactly	
 ﾠat	
 ﾠthe	
 ﾠend	
 ﾠof	
 ﾠthe	
 ﾠanimation	
 ﾠby	
 ﾠadding	
 ﾠan	
 ﾠevent	
 ﾠlistener	
 ﾠto	
 ﾠthe	
 ﾠ
tween.	
 ﾠ The	
 ﾠ event	
 ﾠ listener	
 ﾠ can	
 ﾠ specify	
 ﾠ the	
 ﾠ method	
 ﾠ to	
 ﾠ be	
 ﾠ invoked	
 ﾠ when	
 ﾠ
receiving	
 ﾠa	
 ﾠparticular	
 ﾠevent,	
 ﾠand	
 ﾠthe	
 ﾠobject	
 ﾠto	
 ﾠinvoke	
 ﾠthe	
 ﾠmethod	
 ﾠon
24.	
 ﾠFor	
 ﾠ
example,	
 ﾠwe	
 ﾠcan	
 ﾠdecide	
 ﾠto	
 ﾠadd	
 ﾠa	
 ﾠtext	
 ﾠexactly	
 ﾠat	
 ﾠthe	
 ﾠend	
 ﾠof	
 ﾠthe	
 ﾠanimation	
 ﾠof	
 ﾠan	
 ﾠ
image.	
 ﾠ Therefore,	
 ﾠ writing	
 ﾠ code	
 ﾠ to	
 ﾠ do	
 ﾠ this	
 ﾠ in	
 ﾠ the	
 ﾠ target	
 ﾠ method	
 ﾠ would	
 ﾠ be	
 ﾠ
enough.	
 ﾠIn	
 ﾠSparrow	
 ﾠwe	
 ﾠhave	
 ﾠthe	
 ﾠfollowing	
 ﾠtypes	
 ﾠof	
 ﾠevents:	
 ﾠ
•  SP_EVENT_TYPE_TRIGGERED:	
 ﾠa	
 ﾠbutton	
 ﾠwas	
 ﾠtriggered	
 ﾠ
•  SP_EVENT_TYPE_ADDED:	
 ﾠa	
 ﾠdisplay	
 ﾠobject	
 ﾠwas	
 ﾠadded	
 ﾠto	
 ﾠa	
 ﾠcontainer	
 ﾠ
•  SP_EVENT_TYPE_ADDED_TO_STAGE:	
 ﾠa	
 ﾠdisplay	
 ﾠobject	
 ﾠwas	
 ﾠadded	
 ﾠto	
 ﾠa	
 ﾠ
container	
 ﾠthat	
 ﾠis	
 ﾠconnected	
 ﾠto	
 ﾠthe	
 ﾠstage	
 ﾠ
•  SP_EVENT_TYPE_REMOVED:	
 ﾠ a	
 ﾠ display	
 ﾠ object	
 ﾠ was	
 ﾠ removed	
 ﾠ from	
 ﾠ a	
 ﾠ
container	
 ﾠ
•  SP_EVENT_TYPE_REMOVED_FROM_STAGE:	
 ﾠ a	
 ﾠ display	
 ﾠ object	
 ﾠ lost	
 ﾠ its	
 ﾠ
connection	
 ﾠto	
 ﾠthe	
 ﾠstage	
 ﾠ
•  SP_EVENT_TYPE_ENTER_FRAME:	
 ﾠ a	
 ﾠ new	
 ﾠ frame	
 ﾠ of	
 ﾠ an	
 ﾠ animation	
 ﾠ is	
 ﾠ
displayed	
 ﾠ
•  SP_EVENT_TYPE_TOUCH:	
 ﾠa	
 ﾠtouch	
 ﾠevent	
 ﾠoccurred	
 ﾠ
•  SP_EVENT_TYPE_TWEEN_STARTED	
 ﾠ /	
 ﾠ UPDATED	
 ﾠ /	
 ﾠ COMPLETED:	
 ﾠ a	
 ﾠ
tween	
 ﾠchanged	
 ﾠits	
 ﾠstate	
 ﾠ(shown	
 ﾠin	
 ﾠthe	
 ﾠanimation	
 ﾠsection)	
 ﾠ
•  SP_EVENT_TYPE_SOUND_COMPLETED:	
 ﾠa	
 ﾠsound	
 ﾠfinishes.	
 ﾠ
By	
 ﾠthe	
 ﾠway,	
 ﾠit	
 ﾠis	
 ﾠpossible	
 ﾠto	
 ﾠcreate	
 ﾠcustom	
 ﾠevents	
 ﾠtoo.	
 ﾠWe	
 ﾠdid	
 ﾠnot	
 ﾠuse	
 ﾠcustom	
 ﾠ
events	
 ﾠthough	
 ﾠin	
 ﾠour	
 ﾠframework.	
 ﾠThe	
 ﾠevents	
 ﾠjust	
 ﾠlisted	
 ﾠspecify	
 ﾠvery	
 ﾠmeaningful	
 ﾠ
moments	
 ﾠin	
 ﾠwhich	
 ﾠwe	
 ﾠwant	
 ﾠto	
 ﾠdecide	
 ﾠto	
 ﾠdo	
 ﾠsomething.	
 ﾠ
From	
 ﾠthe	
 ﾠimportant	
 ﾠaspects	
 ﾠwe	
 ﾠhave	
 ﾠjust	
 ﾠtalked	
 ﾠabout,	
 ﾠit	
 ﾠis	
 ﾠclear	
 ﾠthat	
 ﾠ
we	
 ﾠcan	
 ﾠexploit	
 ﾠthe	
 ﾠSparrow	
 ﾠevent	
 ﾠsystem	
 ﾠto	
 ﾠcreate	
 ﾠa	
 ﾠtriggering	
 ﾠscheme.	
 ﾠThis	
 ﾠis	
 ﾠ
more	
 ﾠcomfortable	
 ﾠthan	
 ﾠthe	
 ﾠtiming	
 ﾠdelay	
 ﾠsystem	
 ﾠdescribed	
 ﾠpreviously.	
 ﾠIf	
 ﾠwe	
 ﾠ
want	
 ﾠan	
 ﾠimage	
 ﾠappearing	
 ﾠafter	
 ﾠa	
 ﾠsound,	
 ﾠwe	
 ﾠwill	
 ﾠsay	
 ﾠthat	
 ﾠthe	
 ﾠsound	
 ﾠtriggers	
 ﾠthe	
 ﾠ
image.	
 ﾠIf	
 ﾠin	
 ﾠthe	
 ﾠfuture	
 ﾠwe	
 ﾠwant	
 ﾠto	
 ﾠchange	
 ﾠthis	
 ﾠbehaviour,	
 ﾠwe	
 ﾠonly	
 ﾠhave	
 ﾠto	
 ﾠ
modify	
 ﾠit,	
 ﾠwithout	
 ﾠchanging	
 ﾠthe	
 ﾠtime	
 ﾠdelay	
 ﾠof	
 ﾠany	
 ﾠother	
 ﾠobject	
 ﾠin	
 ﾠthe	
 ﾠpage.	
 ﾠ
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 ﾠThanks	
 ﾠto	
 ﾠObjective-ﾭ‐C	
 ﾠwe	
 ﾠcan	
 ﾠspecify	
 ﾠwhich	
 ﾠmethods	
 ﾠwe	
 ﾠwant	
 ﾠto	
 ﾠinvoke,	
 ﾠor	
 ﾠbetter,	
 ﾠwhich	
 ﾠ
messages	
 ﾠwe	
 ﾠwant	
 ﾠto	
 ﾠsend,	
 ﾠand	
 ﾠthe	
 ﾠdestination	
 ﾠobject	
 ﾠof	
 ﾠthe	
 ﾠmessage.	
 ﾠObjective-ﾭ‐C	
 ﾠis	
 ﾠa	
 ﾠhighly	
 ﾠ
dynamic	
 ﾠ programming	
 ﾠ language	
 ﾠ and	
 ﾠ lets	
 ﾠ the	
 ﾠ programmer	
 ﾠ sending	
 ﾠ messages,	
 ﾠ or	
 ﾠ invoking	
 ﾠ
methods,	
 ﾠalso	
 ﾠon	
 ﾠobjects	
 ﾠthat	
 ﾠdo	
 ﾠnot	
 ﾠimplement	
 ﾠthat	
 ﾠparticular	
 ﾠmethod.	
 ﾠ	
 ﾠ
Nevertheless,	
 ﾠthere	
 ﾠis	
 ﾠa	
 ﾠbig	
 ﾠproblem:	
 ﾠSparrow	
 ﾠmechanism	
 ﾠforces	
 ﾠus	
 ﾠto	
 ﾠcreate	
 ﾠ
an	
 ﾠobject	
 ﾠand	
 ﾠthen	
 ﾠto	
 ﾠadd	
 ﾠan	
 ﾠevent	
 ﾠlistener	
 ﾠto	
 ﾠthat	
 ﾠobject.	
 ﾠWhen	
 ﾠthe	
 ﾠobject	
 ﾠ
generates	
 ﾠa	
 ﾠparticular	
 ﾠevent,	
 ﾠa	
 ﾠparticular	
 ﾠmethod	
 ﾠis	
 ﾠinvoked	
 ﾠand	
 ﾠsome	
 ﾠactions	
 ﾠ
are	
 ﾠdone.	
 ﾠIn	
 ﾠthe	
 ﾠproperty	
 ﾠlist	
 ﾠwe	
 ﾠcannot	
 ﾠspecify	
 ﾠwhat	
 ﾠactions	
 ﾠto	
 ﾠdo	
 ﾠwhen	
 ﾠan	
 ﾠ
event	
 ﾠis	
 ﾠdispatched	
 ﾠby	
 ﾠan	
 ﾠobject,	
 ﾠwe	
 ﾠcan	
 ﾠonly	
 ﾠdescribe	
 ﾠelements	
 ﾠand	
 ﾠtheir	
 ﾠ
properties.	
 ﾠ Therefore,	
 ﾠ in	
 ﾠ the	
 ﾠ property	
 ﾠ list	
 ﾠ file	
 ﾠ we	
 ﾠ can	
 ﾠ only	
 ﾠ describe	
 ﾠ the	
 ﾠ
triggering	
 ﾠobject	
 ﾠand	
 ﾠthe	
 ﾠtriggered	
 ﾠobject.	
 ﾠIt	
 ﾠwill	
 ﾠbe	
 ﾠa	
 ﾠtask	
 ﾠof	
 ﾠthe	
 ﾠframework	
 ﾠ
adding	
 ﾠthe	
 ﾠevent	
 ﾠlistener	
 ﾠto	
 ﾠthe	
 ﾠright	
 ﾠobject;	
 ﾠthe	
 ﾠframework	
 ﾠwill	
 ﾠalso	
 ﾠhave	
 ﾠto	
 ﾠ
select	
 ﾠthe	
 ﾠright	
 ﾠmethod	
 ﾠwhen	
 ﾠthe	
 ﾠtriggering	
 ﾠobject	
 ﾠdispatches	
 ﾠthe	
 ﾠevent,	
 ﾠand	
 ﾠ
this	
 ﾠ method	
 ﾠ will	
 ﾠ have	
 ﾠ to	
 ﾠ force	
 ﾠ the	
 ﾠ triggered	
 ﾠ object	
 ﾠ doing	
 ﾠ something	
 ﾠ (like	
 ﾠ
simply	
 ﾠappearing,	
 ﾠor	
 ﾠstarting	
 ﾠan	
 ﾠanimation).	
 ﾠ
EXTENDING	
 ﾠTHE	
 ﾠPROPERTY	
 ﾠLIST	
 ﾠFEATURES	
 ﾠ
In	
 ﾠorder	
 ﾠto	
 ﾠextend	
 ﾠthe	
 ﾠproperty	
 ﾠlist	
 ﾠwith	
 ﾠthis	
 ﾠfeature,	
 ﾠin	
 ﾠa	
 ﾠfirst	
 ﾠtime	
 ﾠwe	
 ﾠdecided	
 ﾠ
to	
 ﾠ insert	
 ﾠ a	
 ﾠ list	
 ﾠ in	
 ﾠ the	
 ﾠ element’s	
 ﾠ features	
 ﾠ dictionary	
 ﾠ of	
 ﾠ a	
 ﾠ triggering	
 ﾠ object,	
 ﾠ
containing	
 ﾠall	
 ﾠthe	
 ﾠtriggered	
 ﾠobjects.	
 ﾠThis	
 ﾠsolution	
 ﾠis	
 ﾠimpossible	
 ﾠto	
 ﾠrealize:	
 ﾠwhen	
 ﾠ
creating	
 ﾠthe	
 ﾠtriggering	
 ﾠobject	
 ﾠin	
 ﾠthe	
 ﾠpageSprite	
 ﾠwe	
 ﾠare	
 ﾠnot	
 ﾠsure	
 ﾠif	
 ﾠthe	
 ﾠtriggered	
 ﾠ
object	
 ﾠhas	
 ﾠbeen	
 ﾠalready	
 ﾠcreated	
 ﾠ(usually	
 ﾠin	
 ﾠthe	
 ﾠplist	
 ﾠwe	
 ﾠdescribe	
 ﾠobjects	
 ﾠof	
 ﾠthe	
 ﾠ
page	
 ﾠ starting	
 ﾠ from	
 ﾠ the	
 ﾠ ones	
 ﾠ that	
 ﾠ are	
 ﾠ not	
 ﾠ triggered	
 ﾠ by	
 ﾠ anything).	
 ﾠ In	
 ﾠ this	
 ﾠ
situation	
 ﾠit	
 ﾠwould	
 ﾠbe	
 ﾠeasy	
 ﾠto	
 ﾠadd	
 ﾠa	
 ﾠlistener	
 ﾠto	
 ﾠthe	
 ﾠtriggering	
 ﾠobject,	
 ﾠbut	
 ﾠit	
 ﾠ
would	
 ﾠ be	
 ﾠ impossible	
 ﾠ to	
 ﾠ put	
 ﾠ the	
 ﾠ triggered	
 ﾠ object	
 ﾠ in	
 ﾠ a	
 ﾠ queue	
 ﾠ of	
 ﾠ pending	
 ﾠ
elements,	
 ﾠbecause	
 ﾠwe	
 ﾠwould	
 ﾠnot	
 ﾠbe	
 ﾠsure	
 ﾠthat	
 ﾠthe	
 ﾠobject	
 ﾠhas	
 ﾠalready	
 ﾠbeen	
 ﾠ
instantiated.	
 ﾠ	
 ﾠ
As	
 ﾠa	
 ﾠsolution,	
 ﾠwe	
 ﾠdecided	
 ﾠto	
 ﾠcreate	
 ﾠa	
 ﾠdictionary	
 ﾠfor	
 ﾠeach	
 ﾠobject,	
 ﾠwith	
 ﾠ
information	
 ﾠabout	
 ﾠthe	
 ﾠobject	
 ﾠthat	
 ﾠtriggers	
 ﾠthe	
 ﾠcurrent	
 ﾠone.	
 ﾠIn	
 ﾠthis	
 ﾠway,	
 ﾠwhen	
 ﾠ
constructing	
 ﾠthe	
 ﾠpageSprite,	
 ﾠwe	
 ﾠcan	
 ﾠadd	
 ﾠthe	
 ﾠobject	
 ﾠin	
 ﾠa	
 ﾠqueue	
 ﾠonly	
 ﾠif	
 ﾠit	
 ﾠhas	
 ﾠa	
 ﾠ
triggering	
 ﾠobject;	
 ﾠadding	
 ﾠthe	
 ﾠlistener	
 ﾠto	
 ﾠthe	
 ﾠtriggering	
 ﾠobject	
 ﾠis	
 ﾠstill	
 ﾠpossible,	
 ﾠ
because	
 ﾠwe	
 ﾠare	
 ﾠsure	
 ﾠthat	
 ﾠit	
 ﾠhas	
 ﾠalready	
 ﾠbeen	
 ﾠinstantiated.	
 ﾠRemembering	
 ﾠthat	
 ﾠ
each	
 ﾠproperty	
 ﾠof	
 ﾠan	
 ﾠelement	
 ﾠof	
 ﾠthe	
 ﾠpage	
 ﾠis	
 ﾠa	
 ﾠkey-ﾭ‐value	
 ﾠentry	
 ﾠin	
 ﾠthe	
 ﾠelement	
 ﾠ
dictionary,	
 ﾠwe	
 ﾠadded	
 ﾠan	
 ﾠentry	
 ﾠwith	
 ﾠkey	
 ﾠtrigger	
 ﾠand	
 ﾠa	
 ﾠdictionary	
 ﾠas	
 ﾠvalue	
 ﾠ(the	
 ﾠ
dictionary	
 ﾠwe	
 ﾠhave	
 ﾠjust	
 ﾠtalked	
 ﾠabout):	
 ﾠ
	
 ﾠ
KEY	
 ﾠ VALUE	
 ﾠ VALUE	
 ﾠTYPE	
 ﾠ
trigger	
 ﾠ
dictionary	
 ﾠdescribing	
 ﾠthe	
 ﾠ
triggering	
 ﾠobject	
 ﾠ
dictionary	
 ﾠ
	
 ﾠ
We	
 ﾠ decided	
 ﾠ to	
 ﾠ represent	
 ﾠ the	
 ﾠ following	
 ﾠ properties	
 ﾠ in	
 ﾠ the	
 ﾠ triggering	
 ﾠ object	
 ﾠ
dictionary:	
 ﾠ
	
 ﾠ
KEY	
 ﾠ VALUE	
 ﾠ VALUE	
 ﾠTYPE	
 ﾠ
triggeringItem	
 ﾠ
name	
 ﾠof	
 ﾠthe	
 ﾠtriggering	
 ﾠ
object	
 ﾠ
string	
 ﾠ
triggeringItemType	
 ﾠ
the	
 ﾠtype	
 ﾠof	
 ﾠthe	
 ﾠ
triggering	
 ﾠobject	
 ﾠ
dictionary	
 ﾠ
triggerIsATween	
 ﾠ
flag	
 ﾠused	
 ﾠto	
 ﾠtell	
 ﾠif	
 ﾠthe	
 ﾠ
trigger	
 ﾠis	
 ﾠa	
 ﾠtween	
 ﾠ
associated	
 ﾠwith	
 ﾠthe	
 ﾠ
object	
 ﾠ
boolean	
 ﾠ
	
 ﾠ	
 ﾠ 	
 ﾠ
	
 ﾠ
	
 ﾠ
triggeringTweenNumber	
 ﾠ
identifier	
 ﾠof	
 ﾠthe	
 ﾠ
triggering	
 ﾠtween,	
 ﾠif	
 ﾠthe	
 ﾠ
trigger	
 ﾠis	
 ﾠa	
 ﾠtween	
 ﾠ
integer	
 ﾠ
triggerIsATouch	
 ﾠ
flag	
 ﾠused	
 ﾠto	
 ﾠtell	
 ﾠif	
 ﾠthe	
 ﾠ
trigger	
 ﾠis	
 ﾠa	
 ﾠtouch	
 ﾠ
event
25	
 ﾠ
boolean	
 ﾠ
triggerWhen	
 ﾠ
if	
 ﾠthe	
 ﾠtrigger	
 ﾠis	
 ﾠa	
 ﾠtween,	
 ﾠ
this	
 ﾠentry	
 ﾠspecifies	
 ﾠat	
 ﾠ
which	
 ﾠpoint	
 ﾠof	
 ﾠthe	
 ﾠ
animation	
 ﾠthe	
 ﾠobject	
 ﾠhas	
 ﾠ
to	
 ﾠbe	
 ﾠtriggerd	
 ﾠ
string	
 ﾠ
	
 ﾠ
EXTENDING	
 ﾠTHE	
 ﾠFRAMEWORK	
 ﾠTO	
 ﾠMANAGE	
 ﾠTRIGGERS	
 ﾠ
After	
 ﾠdesigning	
 ﾠthe	
 ﾠdata	
 ﾠmodel	
 ﾠof	
 ﾠthe	
 ﾠtriggering	
 ﾠsystem,	
 ﾠwe	
 ﾠhad	
 ﾠto	
 ﾠplan	
 ﾠhow	
 ﾠto	
 ﾠ
extend	
 ﾠSparrow,	
 ﾠbecause	
 ﾠfor	
 ﾠour	
 ﾠimplementation,	
 ﾠthe	
 ﾠevent	
 ﾠdispatched	
 ﾠby	
 ﾠthe	
 ﾠ
triggering	
 ﾠ object	
 ﾠ had	
 ﾠ to	
 ﾠ carry	
 ﾠ also	
 ﾠ an	
 ﾠ identifier	
 ﾠ of	
 ﾠ the	
 ﾠ triggering	
 ﾠ object.	
 ﾠ
Sparrow	
 ﾠ does	
 ﾠ not	
 ﾠ provide	
 ﾠ this	
 ﾠ feature,	
 ﾠ so	
 ﾠ we	
 ﾠ will	
 ﾠ see	
 ﾠ later	
 ﾠ how	
 ﾠ it	
 ﾠ was	
 ﾠ
extended.	
 ﾠ	
 ﾠ
In	
 ﾠorder	
 ﾠto	
 ﾠextend	
 ﾠour	
 ﾠframework,	
 ﾠwe	
 ﾠstarted	
 ﾠmodifying	
 ﾠthe	
 ﾠalgorithm	
 ﾠ
used	
 ﾠto	
 ﾠconstruct	
 ﾠthe	
 ﾠpageSprite,	
 ﾠdistinguishing	
 ﾠthe	
 ﾠobjects	
 ﾠto	
 ﾠadd	
 ﾠwithout	
 ﾠany	
 ﾠ
kind	
 ﾠof	
 ﾠtrigger,	
 ﾠand	
 ﾠthose	
 ﾠwith	
 ﾠtrigger:	
 ﾠ
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25	
 ﾠFor	
 ﾠmore	
 ﾠdetails,	
 ﾠsee	
 ﾠ5.4.2	
 ﾠ.	
 ﾠ	
 ﾠ
	
 ﾠ
ALGORITHM	
 ﾠ5.3	
 ﾠ-ﾭ‐	
 ﾠCONSTRUCTION	
 ﾠOF	
 ﾠPAGESPRITE	
 ﾠWITH	
 ﾠTRIGGERS	
 ﾠ
As	
 ﾠwe	
 ﾠcan	
 ﾠsee,	
 ﾠthe	
 ﾠmain	
 ﾠdifference	
 ﾠis	
 ﾠa	
 ﾠguard	
 ﾠthat	
 ﾠtells	
 ﾠif	
 ﾠthe	
 ﾠcurrent	
 ﾠelement	
 ﾠ
being	
 ﾠconstructed	
 ﾠhas	
 ﾠto	
 ﾠbe	
 ﾠtriggered	
 ﾠor	
 ﾠnot.	
 ﾠIn	
 ﾠthe	
 ﾠlatter	
 ﾠcase	
 ﾠthe	
 ﾠalgorithm	
 ﾠ
Page 1 of 1
Algorithm1 26/02/12 17.55
start;
elements <- current elements of a page;
pageSprite <- new empty page sprite;
for (i <- 0, i < elements.size, i++) {
currentElement <- elements[i];
if (currentElement.type == image) {
        spImage <- create Sparrow image instance using fileName;
        set position; 
        set dimensions;
        set alpha;
        set name;
        if (currentElement.hasTweens) {
            add tweens for the current instance;
        }
        if (!currentElement.hasTrigger) {
            add spImage to pageSprite;
        } else {
            triggeringElement <-  findTriggeringElementOf(currentElement);
            addObjectToPendingListWithTriggeringElement(spImage, 
triggeringElement, currentElement);
        }
    } else if (currentElement.type == text) {
        spText <- create Sparrow text;
        set position; 
        set dimensions;
        set alpha;
        set name;
        set font size;
        set font name;
        set font color; 
        if (currentElement.hasTweens) {
            add tweens for the current instance;
        }
        if (!currentElement.hasTrigger) {
            add spText to pageSprite;
        } else {
            triggeringElement <-  findTriggeringElementOf(currentElement);
            addObjectToPendingListWithTriggeringElement(spText, 
triggeringElement, currentElement);
        }
    } else if (currentElement.type == audio) {
        spAudio <- create Sparrow audio instance using trackName             
        set position; 
        set dimensions;
        set alpha;
        set name;
        set font size;
        set font name;
        set font color; 
        if (currentElement.hasTweens) {
            add tweens for the current instance;
        }
        if (!currentElement.hasTrigger) {
            add spText to pageSprite;
        } else {
            triggeringElement <-  findTriggeringElementOf(currentElement);
            addObjectToPendingListWithTriggeringElement(spAudio, 
triggeringElement, currentElement);
        }
    } else if (currentElement.type == movie) {
spMovie <- create Sparrow movie instance using frames read from 
the property list
    set position; 
    set dimensions;
        set alpha;
        set name; 
        start playing movie;
        if (currentElement.hasTweens) {
            add tweens for the current instance;
}
        if (!currentElement.hasTrigger) {
            add spMovie to pageSprite;
        } else {
            triggeringElement <-  findTriggeringElementOf(currentElement);
            addObjectToPendingListWithTriggeringElement(spMovie, 
triggeringElement, currentElement);
        }
}
}
end;	
 ﾠ 	
 ﾠ
	
 ﾠ
	
 ﾠ
invokes	
 ﾠ the	
 ﾠ function	
 ﾠ addObjectToPendingListWithTriggeringElement, 
passing	
 ﾠ as	
 ﾠ parameters	
 ﾠ the	
 ﾠ Sparrow	
 ﾠ object	
 ﾠ to	
 ﾠ add,	
 ﾠ the	
 ﾠ triggeringElement	
 ﾠ
retrieved	
 ﾠwith	
 ﾠfindTriggeringElementOf(),	
 ﾠand	
 ﾠthe	
 ﾠelement	
 ﾠcorresponding	
 ﾠ
to	
 ﾠthe	
 ﾠSparrow	
 ﾠobject.	
 ﾠThe	
 ﾠpending	
 ﾠlist	
 ﾠis	
 ﾠa	
 ﾠproperty	
 ﾠof	
 ﾠthe	
 ﾠAKPageSprite	
 ﾠclass	
 ﾠ
of	
 ﾠAppKid	
 ﾠframework	
 ﾠand	
 ﾠit	
 ﾠis	
 ﾠa	
 ﾠdictionary.	
 ﾠThe	
 ﾠkeys	
 ﾠof	
 ﾠthe	
 ﾠdictionary	
 ﾠare	
 ﾠthe	
 ﾠ
names	
 ﾠof	
 ﾠthe	
 ﾠtriggering	
 ﾠobjects,	
 ﾠand	
 ﾠthe	
 ﾠrelated	
 ﾠvalues	
 ﾠare	
 ﾠarrays	
 ﾠof	
 ﾠobjects	
 ﾠ
that	
 ﾠare	
 ﾠwaiting	
 ﾠfor	
 ﾠthe	
 ﾠdispatch	
 ﾠof	
 ﾠan	
 ﾠevent	
 ﾠfrom	
 ﾠthe	
 ﾠtriggering	
 ﾠobject.	
 ﾠThe	
 ﾠ
function	
 ﾠsimply	
 ﾠdistinguishes	
 ﾠwhat	
 ﾠkind	
 ﾠof	
 ﾠlistener	
 ﾠto	
 ﾠadd	
 ﾠbased	
 ﾠon	
 ﾠthe	
 ﾠtype	
 ﾠof	
 ﾠ
the	
 ﾠtriggering	
 ﾠobject:	
 ﾠ
1.  If	
 ﾠthe	
 ﾠtriggering	
 ﾠobject	
 ﾠis	
 ﾠan	
 ﾠaudio	
 ﾠobject,	
 ﾠthe	
 ﾠalgorithm	
 ﾠadds	
 ﾠa	
 ﾠlistener	
 ﾠ
to	
 ﾠthe	
 ﾠPageSprite’s	
 ﾠaudio	
 ﾠchannel;	
 ﾠthe	
 ﾠlistener	
 ﾠhas	
 ﾠto	
 ﾠwait	
 ﾠfor	
 ﾠevents	
 ﾠof	
 ﾠ
type	
 ﾠ SP_EVENT_TYPE_SOUND_COMPLETED;	
 ﾠ after	
 ﾠ that	
 ﾠ the	
 ﾠ algorithm	
 ﾠ
adds	
 ﾠthe	
 ﾠobject	
 ﾠto	
 ﾠbe	
 ﾠtriggered	
 ﾠin	
 ﾠthe	
 ﾠpending	
 ﾠlist,	
 ﾠusing	
 ﾠas	
 ﾠkey	
 ﾠthe	
 ﾠ
triggeringItem	
 ﾠproperty	
 ﾠof	
 ﾠthe	
 ﾠtrigger	
 ﾠdictionary;	
 ﾠthe	
 ﾠobject	
 ﾠis	
 ﾠadded	
 ﾠin	
 ﾠ
the	
 ﾠarray	
 ﾠassociated	
 ﾠwith	
 ﾠthe	
 ﾠkey	
 ﾠin	
 ﾠa	
 ﾠFIFO	
 ﾠmode	
 ﾠand	
 ﾠthen	
 ﾠthe	
 ﾠarray	
 ﾠis	
 ﾠ
inserted	
 ﾠagain	
 ﾠin	
 ﾠthe	
 ﾠdictionary	
 ﾠwith	
 ﾠthe	
 ﾠsame	
 ﾠkey.	
 ﾠ
2.  If	
 ﾠ the	
 ﾠ triggering	
 ﾠ object	
 ﾠ is	
 ﾠ an	
 ﾠ image,	
 ﾠ the	
 ﾠ only	
 ﾠ possibility	
 ﾠ is	
 ﾠ that	
 ﾠ the	
 ﾠ
trigger	
 ﾠis	
 ﾠa	
 ﾠtween	
 ﾠof	
 ﾠthe	
 ﾠimage;	
 ﾠtherefore	
 ﾠthe	
 ﾠalgorithm	
 ﾠstarts	
 ﾠchecking	
 ﾠ
if	
 ﾠ the	
 ﾠ triggering	
 ﾠ object	
 ﾠ is	
 ﾠ a	
 ﾠ tween	
 ﾠ of	
 ﾠ the	
 ﾠ image;	
 ﾠ in	
 ﾠ this	
 ﾠ case,	
 ﾠ the	
 ﾠ
algorithm	
 ﾠsearches	
 ﾠfor	
 ﾠthe	
 ﾠtween	
 ﾠin	
 ﾠa	
 ﾠdictionary	
 ﾠof	
 ﾠthe	
 ﾠcurrent	
 ﾠtweens	
 ﾠ
of	
 ﾠeach	
 ﾠelement	
 ﾠof	
 ﾠthe	
 ﾠpage.	
 ﾠThe	
 ﾠentries	
 ﾠof	
 ﾠthe	
 ﾠdictionary	
 ﾠare	
 ﾠkey-ﾭ‐
value	
 ﾠpairs,	
 ﾠwhere	
 ﾠeach	
 ﾠkey	
 ﾠis	
 ﾠthe	
 ﾠname	
 ﾠof	
 ﾠthe	
 ﾠelement	
 ﾠcontaining	
 ﾠthe	
 ﾠ
tweens,	
 ﾠand	
 ﾠthe	
 ﾠvalue	
 ﾠis	
 ﾠan	
 ﾠarray	
 ﾠof	
 ﾠtweens	
 ﾠused	
 ﾠby	
 ﾠthe	
 ﾠelement.	
 ﾠThen	
 ﾠ
the	
 ﾠalgorithm	
 ﾠuses	
 ﾠthe	
 ﾠtriggeringItem	
 ﾠproperty	
 ﾠof	
 ﾠthe	
 ﾠtriggering	
 ﾠobject	
 ﾠ
dictionary	
 ﾠas	
 ﾠkey	
 ﾠand	
 ﾠthe	
 ﾠtriggeringTweenNumber	
 ﾠas	
 ﾠthe	
 ﾠindex	
 ﾠof	
 ﾠthe	
 ﾠ
array	
 ﾠof	
 ﾠtweens	
 ﾠobtained	
 ﾠfrom	
 ﾠthe	
 ﾠdictionary.	
 ﾠAfter	
 ﾠextracting	
 ﾠthe	
 ﾠright	
 ﾠ
tween,	
 ﾠthe	
 ﾠalgorithm	
 ﾠadds	
 ﾠan	
 ﾠevent	
 ﾠlistener	
 ﾠto	
 ﾠit	
 ﾠ(listening	
 ﾠfor	
 ﾠevents	
 ﾠ
of	
 ﾠtype	
 ﾠSP_EVENT_TYPE_TWEEN_COMPLETED)	
 ﾠand	
 ﾠadds	
 ﾠthe	
 ﾠobject	
 ﾠto	
 ﾠ
be	
 ﾠtriggered	
 ﾠto	
 ﾠthe	
 ﾠpending	
 ﾠlist	
 ﾠin	
 ﾠthe	
 ﾠsame	
 ﾠway	
 ﾠseen	
 ﾠat	
 ﾠpoint	
 ﾠ1.	
 ﾠ
3.  There	
 ﾠis	
 ﾠalso	
 ﾠthe	
 ﾠpossibility	
 ﾠthat	
 ﾠthe	
 ﾠtriggering	
 ﾠobject	
 ﾠis	
 ﾠan	
 ﾠactive	
 ﾠarea.	
 ﾠ
See	
 ﾠ5.4.2	
 ﾠfor	
 ﾠmore	
 ﾠdetails.	
 ﾠ
4.  Management	
 ﾠ of	
 ﾠ other	
 ﾠ kinds	
 ﾠ of	
 ﾠ triggering	
 ﾠ objects	
 ﾠ have	
 ﾠ not	
 ﾠ been	
 ﾠ
designed	
 ﾠyet.	
 ﾠ
When	
 ﾠthe	
 ﾠtriggering	
 ﾠobject	
 ﾠdispatches	
 ﾠthe	
 ﾠevent,	
 ﾠthe	
 ﾠevent	
 ﾠlistener	
 ﾠinvokes	
 ﾠa	
 ﾠ
target	
 ﾠ function,	
 ﾠ passing	
 ﾠ the	
 ﾠ event	
 ﾠ as	
 ﾠ parameter.	
 ﾠ The	
 ﾠ event	
 ﾠ carries	
 ﾠ out	
 ﾠ a	
 ﾠ
reference	
 ﾠto	
 ﾠthe	
 ﾠtriggering	
 ﾠobject	
 ﾠ(this	
 ﾠis	
 ﾠthe	
 ﾠfeature	
 ﾠadded	
 ﾠto	
 ﾠSparrow),	
 ﾠso	
 ﾠ
that	
 ﾠthe	
 ﾠalgorithm	
 ﾠcan	
 ﾠextract	
 ﾠthe	
 ﾠarray	
 ﾠof	
 ﾠobjects	
 ﾠwaiting	
 ﾠfor	
 ﾠit	
 ﾠand	
 ﾠadd	
 ﾠthem	
 ﾠ
to	
 ﾠthe	
 ﾠpageSprite.	
 ﾠWe	
 ﾠwill	
 ﾠsee	
 ﾠin	
 ﾠthe	
 ﾠimplementation	
 ﾠsection	
 ﾠthe	
 ﾠparticular	
 ﾠ
aspects	
 ﾠof	
 ﾠthis	
 ﾠalgorithm.	
 ﾠ
5.4.2  DESIGNING	
 ﾠINTERACTIVE	
 ﾠTOUCH	
 ﾠ
As	
 ﾠ we	
 ﾠ have	
 ﾠ already	
 ﾠ said,	
 ﾠ the	
 ﾠ core	
 ﾠ of	
 ﾠ interactivity	
 ﾠ is	
 ﾠ giving	
 ﾠ the	
 ﾠ user	
 ﾠ the	
 ﾠ
opportunity	
 ﾠto	
 ﾠtouch	
 ﾠsome	
 ﾠobjects	
 ﾠon	
 ﾠthe	
 ﾠscreen	
 ﾠand	
 ﾠreceive	
 ﾠa	
 ﾠreaction	
 ﾠby	
 ﾠ
them.	
 ﾠIn	
 ﾠthis	
 ﾠsection	
 ﾠwe	
 ﾠwill	
 ﾠexplain	
 ﾠthe	
 ﾠconstruction	
 ﾠof	
 ﾠa	
 ﾠsystem	
 ﾠto	
 ﾠdescribe	
 ﾠ	
 ﾠ
interactive	
 ﾠ objects	
 ﾠ in	
 ﾠ the	
 ﾠ property	
 ﾠ list	
 ﾠ file	
 ﾠ and	
 ﾠ to	
 ﾠ interpret	
 ﾠ them	
 ﾠ in	
 ﾠ the	
 ﾠ
framework.	
 ﾠ
EXTENDING	
 ﾠTHE	
 ﾠPROPERTY	
 ﾠLIST	
 ﾠFEATURES	
 ﾠ
In	
 ﾠ order	
 ﾠ to	
 ﾠ give	
 ﾠ the	
 ﾠ property	
 ﾠ list	
 ﾠ the	
 ﾠ capability	
 ﾠ to	
 ﾠ representing	
 ﾠ interactive	
 ﾠ
touch,	
 ﾠwe	
 ﾠstarted	
 ﾠfrom	
 ﾠthe	
 ﾠbasic	
 ﾠidea	
 ﾠthat	
 ﾠthere	
 ﾠmust	
 ﾠbe	
 ﾠan	
 ﾠarea	
 ﾠon	
 ﾠthe	
 ﾠscreen	
 ﾠ
able	
 ﾠto	
 ﾠreact	
 ﾠto	
 ﾠthe	
 ﾠtouch	
 ﾠof	
 ﾠthe	
 ﾠuser.	
 ﾠTherefore,	
 ﾠwe	
 ﾠdecided	
 ﾠto	
 ﾠcreate	
 ﾠa	
 ﾠnew	
 ﾠ
type	
 ﾠof	
 ﾠelement:	
 ﾠthe	
 ﾠactive	
 ﾠarea	
 ﾠelement.	
 ﾠIt	
 ﾠrepresents	
 ﾠa	
 ﾠrectangular	
 ﾠarea	
 ﾠon	
 ﾠ
the	
 ﾠscreen	
 ﾠand	
 ﾠobviously	
 ﾠit	
 ﾠhas	
 ﾠto	
 ﾠbe	
 ﾠsensible	
 ﾠto	
 ﾠtouches.	
 ﾠAt	
 ﾠthe	
 ﾠdata	
 ﾠmodel	
 ﾠ
level	
 ﾠwe	
 ﾠcreated	
 ﾠthe	
 ﾠnew	
 ﾠactive	
 ﾠarea	
 ﾠtype	
 ﾠand	
 ﾠwe	
 ﾠadded	
 ﾠa	
 ﾠBoolean	
 ﾠin	
 ﾠthe	
 ﾠ
element	
 ﾠdictionary	
 ﾠto	
 ﾠtell	
 ﾠif	
 ﾠthe	
 ﾠactive	
 ﾠarea	
 ﾠis	
 ﾠactive:	
 ﾠ
KEY	
 ﾠ VALUE	
 ﾠ VALUE	
 ﾠTYPE	
 ﾠ
type	
 ﾠ “activearea”	
 ﾠ string	
 ﾠ
isActive	
 ﾠ
yes	
 ﾠif	
 ﾠthe	
 ﾠarea	
 ﾠis	
 ﾠactive,	
 ﾠ
no	
 ﾠotherwise	
 ﾠ
boolean	
 ﾠ
	
 ﾠ
One	
 ﾠcould	
 ﾠthink	
 ﾠthat	
 ﾠobviously	
 ﾠan	
 ﾠactive	
 ﾠarea	
 ﾠis	
 ﾠalways	
 ﾠactive,	
 ﾠso	
 ﾠthe	
 ﾠsecond	
 ﾠ
property	
 ﾠ could	
 ﾠ not	
 ﾠ be	
 ﾠ necessary.	
 ﾠ However,	
 ﾠwe	
 ﾠdecided	
 ﾠto	
 ﾠuse	
 ﾠthis	
 ﾠsecond	
 ﾠ
property	
 ﾠbecause	
 ﾠin	
 ﾠthe	
 ﾠfuture	
 ﾠwe	
 ﾠcould	
 ﾠdecide	
 ﾠto	
 ﾠmake	
 ﾠother	
 ﾠobjects	
 ﾠ(like	
 ﾠ
images	
 ﾠand	
 ﾠtext)	
 ﾠbecome	
 ﾠtouchable;	
 ﾠthus,	
 ﾠthis	
 ﾠtype	
 ﾠof	
 ﾠproperty	
 ﾠcould	
 ﾠbe	
 ﾠuseful	
 ﾠ
for	
 ﾠthis	
 ﾠgoal.	
 ﾠAnyway,	
 ﾠthe	
 ﾠhardest	
 ﾠpart	
 ﾠof	
 ﾠthe	
 ﾠwork	
 ﾠhas	
 ﾠbeen	
 ﾠdelegated	
 ﾠto	
 ﾠthe	
 ﾠ
framework.	
 ﾠ
EXTENDING	
 ﾠTHE	
 ﾠFRAMEWORK	
 ﾠTO	
 ﾠMANAGE	
 ﾠACTIVE	
 ﾠAREAS	
 ﾠ
In	
 ﾠorder	
 ﾠto	
 ﾠmanage	
 ﾠactive	
 ﾠareas,	
 ﾠwe	
 ﾠextended	
 ﾠalgorithm	
 ﾠ5.3	
 ﾠ(used	
 ﾠto	
 ﾠcreate	
 ﾠan	
 ﾠ
AKPageSprite	
 ﾠ instance)	
 ﾠ with	
 ﾠa	
 ﾠguard	
 ﾠthat	
 ﾠtells	
 ﾠ if	
 ﾠ the	
 ﾠ current	
 ﾠ element	
 ﾠ is	
 ﾠ an	
 ﾠ
active	
 ﾠ area.	
 ﾠ In	
 ﾠ this	
 ﾠ case	
 ﾠ the	
 ﾠ algorithm	
 ﾠ creates	
 ﾠ a	
 ﾠ rectangle	
 ﾠ (Sparrow	
 ﾠ makes	
 ﾠ
available	
 ﾠ a	
 ﾠ programmatic	
 ﾠ interface	
 ﾠ to	
 ﾠ create	
 ﾠ geometric	
 ﾠ shapes)	
 ﾠ using	
 ﾠ the	
 ﾠ
dimension	
 ﾠproperties	
 ﾠread	
 ﾠfrom	
 ﾠthe	
 ﾠelement	
 ﾠdictionary	
 ﾠin	
 ﾠthe	
 ﾠproperty	
 ﾠlist.	
 ﾠ
Then	
 ﾠit	
 ﾠchecks	
 ﾠif	
 ﾠthe	
 ﾠelement	
 ﾠis	
 ﾠactive,	
 ﾠusing	
 ﾠthe	
 ﾠsecond	
 ﾠproperty	
 ﾠlisted	
 ﾠin	
 ﾠthe	
 ﾠ
last	
 ﾠtable	
 ﾠand	
 ﾠin	
 ﾠthis	
 ﾠcase	
 ﾠit	
 ﾠadds	
 ﾠan	
 ﾠevent	
 ﾠlistener	
 ﾠto	
 ﾠthe	
 ﾠrectangle	
 ﾠjust	
 ﾠcreated	
 ﾠ
(listening	
 ﾠfor	
 ﾠevents	
 ﾠof	
 ﾠtype	
 ﾠSP_EVENT_TYPE_TOUCH).	
 ﾠAfter	
 ﾠthat	
 ﾠthe	
 ﾠrectangle	
 ﾠ
is	
 ﾠadded	
 ﾠto	
 ﾠthe	
 ﾠcurrent	
 ﾠpageSprite.	
 ﾠ
	
 ﾠ	
 ﾠ 	
 ﾠ
	
 ﾠ
	
 ﾠ
	
 ﾠ
ALGORITHM	
 ﾠ5.4	
 ﾠ-ﾭ‐	
 ﾠCREATING	
 ﾠA	
 ﾠPAGESPRITE	
 ﾠWITH	
 ﾠACTIVE	
 ﾠAREAS	
 ﾠ
Page 1 of 1
Algorithm1 26/02/12 18.01
start;
elements <- current elements of a page;
pageSprite <- new empty page sprite;
for (i <- 0, i < elements.size, i++) {
currentElement <- elements[i];
if (currentElement.type == image) {
        spImage <- create Sparrow image instance using fileName;
        set position; 
        set dimensions;
        set alpha;
        set name;
        if (currentElement.hasTweens) {
            add tweens for the current instance;
        }
        if (!currentElement.hasTrigger) {
            add spImage to pageSprite;
        } else {
            triggeringElement <-  findTriggeringElementOf(currentElement);
            addObjectToPendingListWithTriggeringElement(spImage, 
triggeringElement, currentElement);
        }
    } else if (currentElement.type == text) {
        spText <- create Sparrow text;
        set position; 
        set dimensions;
        set alpha;
        set name;
        set font size;
        set font name;
        set font color; 
        if (currentElement.hasTweens) {
            add tweens for the current instance;
        }
        if (!currentElement.hasTrigger) {
            add spText to pageSprite;
        } else {
            triggeringElement <-  findTriggeringElementOf(currentElement);
            addObjectToPendingListWithTriggeringElement(spText, 
triggeringElement, currentElement);
        }
    } else if (currentElement.type == audio) {
        spAudio <- create Sparrow audio instance using trackName             
        set position; 
        set dimensions;
        set alpha;
        set name;
        set font size;
        set font name;
        set font color; 
        if (currentElement.hasTweens) {
            add tweens for the current instance;
        }
        if (!currentElement.hasTrigger) {
            add spText to pageSprite;
        } else {
            triggeringElement <-  findTriggeringElementOf(currentElement);
            addObjectToPendingListWithTriggeringElement(spAudio, 
triggeringElement, currentElement);
        }
    } else if (currentElement.type == movie) {
spMovie <- create Sparrow movie instance using frames read from 
the property list
    set position; 
    set dimensions;
        set alpha;
        set name; 
        start playing movie;
        if (currentElement.hasTweens) {
            add tweens for the current instance;
}
        if (!currentElement.hasTrigger) {
            add spMovie to pageSprite;
        } else {
            triggeringElement <-  findTriggeringElementOf(currentElement);
            addObjectToPendingListWithTriggeringElement(spMovie, 
triggeringElement, currentElement);
        }
} else if (currentElement.type == activearea) {
        spRectangle <- create Sparrow rectangle instance 
        set position; 
        set dimensions;
        set alpha;
        set name;
        set color; 
        if (currentElement.hasTweens) {
            add tweens for the current instance;
    }
    add spRectangle to pageSprite;
}
end;	
 ﾠ
Note	
 ﾠ that	
 ﾠ we	
 ﾠ have	
 ﾠ not	
 ﾠ designed	
 ﾠ triggered	
 ﾠ active	
 ﾠ areas	
 ﾠ yet.	
 ﾠ This	
 ﾠ can	
 ﾠ be	
 ﾠ a	
 ﾠ
feature	
 ﾠto	
 ﾠdevelop	
 ﾠin	
 ﾠthe	
 ﾠfuture.	
 ﾠ The	
 ﾠlast	
 ﾠpart	
 ﾠof	
 ﾠthe	
 ﾠalgorithm	
 ﾠshows	
 ﾠthe	
 ﾠ
adding	
 ﾠof	
 ﾠactive	
 ﾠareas	
 ﾠto	
 ﾠthe	
 ﾠpageSprites.	
 ﾠ
In	
 ﾠorder	
 ﾠto	
 ﾠmake	
 ﾠthings	
 ﾠwork,	
 ﾠsomething	
 ﾠhas	
 ﾠto	
 ﾠhappen	
 ﾠwhen	
 ﾠthe	
 ﾠuser	
 ﾠ
taps	
 ﾠ on	
 ﾠ an	
 ﾠ active	
 ﾠ area.	
 ﾠ Therefore,	
 ﾠ in	
 ﾠ the	
 ﾠ property	
 ﾠ list	
 ﾠ we	
 ﾠ added	
 ﾠ the	
 ﾠ
opportunity	
 ﾠto	
 ﾠspecify	
 ﾠan	
 ﾠactive	
 ﾠarea	
 ﾠas	
 ﾠa	
 ﾠtriggering	
 ﾠobject.	
 ﾠIn	
 ﾠother	
 ﾠwords,	
 ﾠthe	
 ﾠ
triggeringItemType	
 ﾠ of	
 ﾠ the	
 ﾠ trigger	
 ﾠ dictionary	
 ﾠ can	
 ﾠ be	
 ﾠ “activearea”.	
 ﾠ The	
 ﾠ
framework	
 ﾠhas	
 ﾠto	
 ﾠbe	
 ﾠable	
 ﾠto	
 ﾠinterpret	
 ﾠactive	
 ﾠareas	
 ﾠas	
 ﾠtriggering	
 ﾠobjects	
 ﾠand	
 ﾠfor	
 ﾠ
this	
 ﾠreason	
 ﾠwe	
 ﾠmodified	
 ﾠ addObjectToPendingListWithTriggeringElement,	
 ﾠ
adding	
 ﾠa	
 ﾠguard	
 ﾠthat	
 ﾠmanages	
 ﾠthe	
 ﾠcase	
 ﾠin	
 ﾠwhich	
 ﾠthe	
 ﾠtriggering	
 ﾠelement	
 ﾠis	
 ﾠan	
 ﾠ
active	
 ﾠarea.	
 ﾠIn	
 ﾠthis	
 ﾠcase	
 ﾠthe	
 ﾠobject	
 ﾠjust	
 ﾠcreated	
 ﾠis	
 ﾠonly	
 ﾠadded	
 ﾠto	
 ﾠthe	
 ﾠpending	
 ﾠlist	
 ﾠ
(in	
 ﾠthe	
 ﾠway	
 ﾠwe	
 ﾠhave	
 ﾠalready	
 ﾠseen).	
 ﾠThere	
 ﾠis	
 ﾠno	
 ﾠneed	
 ﾠof	
 ﾠadding	
 ﾠevent	
 ﾠlisteners,	
 ﾠ
because	
 ﾠthis	
 ﾠhas	
 ﾠbeen	
 ﾠalready	
 ﾠdone	
 ﾠin	
 ﾠthe	
 ﾠcreation	
 ﾠof	
 ﾠthe	
 ﾠactive	
 ﾠarea.	
 ﾠWhen	
 ﾠ
the	
 ﾠactive	
 ﾠarea	
 ﾠdispatches	
 ﾠa	
 ﾠtouch	
 ﾠevent,	
 ﾠthe	
 ﾠevent	
 ﾠlistener	
 ﾠinvokes	
 ﾠa	
 ﾠtarget	
 ﾠ
function,	
 ﾠpassing	
 ﾠthe	
 ﾠevent	
 ﾠas	
 ﾠa	
 ﾠparameter.	
 ﾠWe	
 ﾠwill	
 ﾠsee	
 ﾠin	
 ﾠthe	
 ﾠimplementation	
 ﾠ
section	
 ﾠhow	
 ﾠthis	
 ﾠfunction	
 ﾠis	
 ﾠimplemented.	
 ﾠ
5.4.3  DESIGNING	
 ﾠDRAGGING	
 ﾠOF	
 ﾠOBJECTS	
 ﾠ
Dragging	
 ﾠobjects	
 ﾠmeans	
 ﾠthat	
 ﾠthe	
 ﾠuser	
 ﾠcan	
 ﾠtouch	
 ﾠan	
 ﾠobject	
 ﾠon	
 ﾠthe	
 ﾠscreen	
 ﾠand	
 ﾠ
move	
 ﾠthe	
 ﾠobject	
 ﾠaround	
 ﾠusing	
 ﾠits	
 ﾠfinger.	
 ﾠThis	
 ﾠan	
 ﾠadvanced	
 ﾠfeature,	
 ﾠwhich	
 ﾠgives	
 ﾠ
an	
 ﾠentertaining	
 ﾠexperience	
 ﾠto	
 ﾠthe	
 ﾠkid	
 ﾠ“reading”	
 ﾠthe	
 ﾠbook.	
 ﾠFor	
 ﾠexample,	
 ﾠin	
 ﾠthe	
 ﾠ
fourth	
 ﾠpage	
 ﾠof	
 ﾠChissà	
 ﾠthere	
 ﾠis	
 ﾠa	
 ﾠdraggable	
 ﾠtrain	
 ﾠin	
 ﾠthe	
 ﾠbackground;	
 ﾠin	
 ﾠthis	
 ﾠcase	
 ﾠ
the	
 ﾠproblem	
 ﾠof	
 ﾠdragging	
 ﾠobjects	
 ﾠwas	
 ﾠsolved	
 ﾠin	
 ﾠthe	
 ﾠfollowing	
 ﾠway:	
 ﾠwe	
 ﾠdecided	
 ﾠ
to	
 ﾠ add	
 ﾠ an	
 ﾠ invisible	
 ﾠ rectangle	
 ﾠ over	
 ﾠ the	
 ﾠ train	
 ﾠ in	
 ﾠ foreground,	
 ﾠ and	
 ﾠ made	
 ﾠ that	
 ﾠ
rectangle	
 ﾠ reactive	
 ﾠ to	
 ﾠ touches.	
 ﾠ In	
 ﾠ this	
 ﾠ way,	
 ﾠ when	
 ﾠ the	
 ﾠ user	
 ﾠ will	
 ﾠ touch	
 ﾠ the	
 ﾠ
invisible,	
 ﾠhe	
 ﾠwill	
 ﾠimplicitly	
 ﾠtouch	
 ﾠthe	
 ﾠtrain.	
 ﾠThe	
 ﾠrectangle	
 ﾠwill	
 ﾠstart	
 ﾠtracking	
 ﾠthe	
 ﾠ
position	
 ﾠ of	
 ﾠ the	
 ﾠ touch	
 ﾠ event	
 ﾠ and	
 ﾠ it	
 ﾠ will	
 ﾠ move	
 ﾠ itself	
 ﾠ and	
 ﾠ the	
 ﾠ train	
 ﾠ image	
 ﾠ
consequently.	
 ﾠ	
 ﾠ
We	
 ﾠ planned	
 ﾠ that	
 ﾠ the	
 ﾠ framework	
 ﾠ should	
 ﾠ do	
 ﾠ something	
 ﾠ similar:	
 ﾠ the	
 ﾠ
property	
 ﾠ list	
 ﾠ should	
 ﾠ specify	
 ﾠ if	
 ﾠ an	
 ﾠ object	
 ﾠ is	
 ﾠ draggable.	
 ﾠ In	
 ﾠ that	
 ﾠ case	
 ﾠ the	
 ﾠ
framework	
 ﾠshould	
 ﾠadd	
 ﾠan	
 ﾠinvisible	
 ﾠrectangle	
 ﾠover	
 ﾠthe	
 ﾠdraggable	
 ﾠobject	
 ﾠand	
 ﾠ
track	
 ﾠthe	
 ﾠtouch	
 ﾠevents’	
 ﾠposition.	
 ﾠThe	
 ﾠtracking	
 ﾠshould	
 ﾠstart	
 ﾠwhen	
 ﾠthe	
 ﾠuser	
 ﾠstarts	
 ﾠ
touching	
 ﾠ the	
 ﾠ draggable	
 ﾠ object	
 ﾠ and	
 ﾠ go	
 ﾠ on	
 ﾠ while	
 ﾠ the	
 ﾠ user	
 ﾠ moves	
 ﾠ his	
 ﾠ finger	
 ﾠ
keeping	
 ﾠthe	
 ﾠobject	
 ﾠtouched.	
 ﾠObviously,	
 ﾠtracking	
 ﾠthe	
 ﾠposition	
 ﾠwould	
 ﾠhave	
 ﾠto	
 ﾠ
update	
 ﾠthe	
 ﾠposition	
 ﾠof	
 ﾠthe	
 ﾠdraggable	
 ﾠobject	
 ﾠand	
 ﾠof	
 ﾠthe	
 ﾠinvisible	
 ﾠrectangle	
 ﾠtoo.	
 ﾠ
We	
 ﾠdid	
 ﾠnot	
 ﾠdesign	
 ﾠthis	
 ﾠfeature	
 ﾠin	
 ﾠmore	
 ﾠdetail	
 ﾠand	
 ﾠwe	
 ﾠleft	
 ﾠit	
 ﾠto	
 ﾠbe	
 ﾠdeveloped	
 ﾠin	
 ﾠ
the	
 ﾠfuture.	
 ﾠ
5.5  IMPLEMENTATION	
 ﾠOF	
 ﾠTHE	
 ﾠFRAMEWORK	
 ﾠ
In	
 ﾠthis	
 ﾠparagraph	
 ﾠwe	
 ﾠdiscuss	
 ﾠabout	
 ﾠthe	
 ﾠspecial	
 ﾠcoding	
 ﾠsolutions	
 ﾠemployed	
 ﾠto	
 ﾠ
implement	
 ﾠall	
 ﾠthe	
 ﾠalgorithms	
 ﾠdesigned	
 ﾠin	
 ﾠthe	
 ﾠprevious	
 ﾠparagraph.	
 ﾠMost	
 ﾠof	
 ﾠthe	
 ﾠ
solutions	
 ﾠwere	
 ﾠpresented	
 ﾠin	
 ﾠthe	
 ﾠlast	
 ﾠparagraph	
 ﾠand	
 ﾠthe	
 ﾠimplementation	
 ﾠhad	
 ﾠ
not	
 ﾠany	
 ﾠsuch	
 ﾠimportant	
 ﾠissue	
 ﾠthat	
 ﾠdeserves	
 ﾠto	
 ﾠbe	
 ﾠmentioned	
 ﾠhere.	
 ﾠThis	
 ﾠis	
 ﾠwhy	
 ﾠ
we	
 ﾠreport	
 ﾠhere	
 ﾠonly	
 ﾠsome	
 ﾠparticular	
 ﾠaspects	
 ﾠof	
 ﾠthe	
 ﾠcoding	
 ﾠphase.	
 ﾠ	
 ﾠ 	
 ﾠ
	
 ﾠ
	
 ﾠ
5.5.1  EXTENSION	
 ﾠOF	
 ﾠSPARROW	
 ﾠ
Sparrow	
 ﾠ is	
 ﾠ a	
 ﾠ powerful	
 ﾠ framework	
 ﾠ and	
 ﾠ lets	
 ﾠ the	
 ﾠ programmer	
 ﾠ use	
 ﾠ a	
 ﾠ simpler	
 ﾠ
programmatic	
 ﾠinterface	
 ﾠthan	
 ﾠCocoa	
 ﾠframeworks,	
 ﾠhiding	
 ﾠthe	
 ﾠAPI	
 ﾠof	
 ﾠUIKit	
 ﾠand	
 ﾠ
Foundation.	
 ﾠIt	
 ﾠis	
 ﾠvery	
 ﾠuseful	
 ﾠfor	
 ﾠmany	
 ﾠreasons:	
 ﾠits	
 ﾠevent	
 ﾠhandling	
 ﾠsystem	
 ﾠis	
 ﾠ
simpler	
 ﾠ than	
 ﾠ the	
 ﾠ Cocoa	
 ﾠ one;	
 ﾠ it	
 ﾠ gives	
 ﾠ the	
 ﾠ opportunity	
 ﾠ to	
 ﾠ customize	
 ﾠ an	
 ﾠ
application	
 ﾠ with	
 ﾠ several	
 ﾠ multimedia	
 ﾠ components,	
 ﾠ such	
 ﾠ as	
 ﾠ sounds,	
 ﾠ images,	
 ﾠ
texts	
 ﾠand	
 ﾠso	
 ﾠon.	
 ﾠMoreover,	
 ﾠit	
 ﾠlets	
 ﾠthe	
 ﾠprogrammer	
 ﾠcreate	
 ﾠanimations	
 ﾠwithout	
 ﾠ
knowing	
 ﾠ anything	
 ﾠ of	
 ﾠ Core	
 ﾠ Animation	
 ﾠ framework.	
 ﾠ In	
 ﾠ my	
 ﾠ opinion	
 ﾠ the	
 ﾠ most	
 ﾠ
important	
 ﾠfeature	
 ﾠis	
 ﾠthe	
 ﾠpossibility	
 ﾠto	
 ﾠrender	
 ﾠobjects	
 ﾠin	
 ﾠa	
 ﾠvery	
 ﾠsimple	
 ﾠway:	
 ﾠwe	
 ﾠ
have	
 ﾠseen	
 ﾠthat	
 ﾠadding	
 ﾠan	
 ﾠobject	
 ﾠto	
 ﾠthe	
 ﾠpageSprite	
 ﾠis	
 ﾠenough	
 ﾠto	
 ﾠshow	
 ﾠit	
 ﾠon	
 ﾠthe	
 ﾠ
screen.	
 ﾠCocoa	
 ﾠis	
 ﾠmore	
 ﾠcomplicated:	
 ﾠto	
 ﾠrender	
 ﾠobjects	
 ﾠon	
 ﾠthe	
 ﾠscreen	
 ﾠwe	
 ﾠhave	
 ﾠ
basically	
 ﾠto	
 ﾠdraw	
 ﾠthem	
 ﾠusing	
 ﾠUIKit	
 ﾠor	
 ﾠOpenGL.	
 ﾠ
All	
 ﾠthese	
 ﾠadvantages	
 ﾠhave	
 ﾠan	
 ﾠimportant	
 ﾠdrawback:	
 ﾠSparrow	
 ﾠdoes	
 ﾠnot	
 ﾠ
provide	
 ﾠthe	
 ﾠsame	
 ﾠfreedom	
 ﾠwe	
 ﾠhave	
 ﾠwhen	
 ﾠusing	
 ﾠdirectly	
 ﾠUIKit	
 ﾠand	
 ﾠFoundation.	
 ﾠ
This	
 ﾠis	
 ﾠquite	
 ﾠnatural:	
 ﾠin	
 ﾠprogramming	
 ﾠthere	
 ﾠis	
 ﾠalways	
 ﾠa	
 ﾠtrade-ﾭ‐off	
 ﾠbetween	
 ﾠthe	
 ﾠ
ease	
 ﾠof	
 ﾠuse	
 ﾠand	
 ﾠthe	
 ﾠpower	
 ﾠof	
 ﾠa	
 ﾠtool.	
 ﾠMoreover,	
 ﾠSparrow	
 ﾠhas	
 ﾠbeen	
 ﾠdesigned	
 ﾠto	
 ﾠ
be	
 ﾠused	
 ﾠdirectly	
 ﾠin	
 ﾠan	
 ﾠapplication,	
 ﾠand	
 ﾠnot	
 ﾠas	
 ﾠpart	
 ﾠof	
 ﾠanother	
 ﾠframework.	
 ﾠIn	
 ﾠour	
 ﾠ
case,	
 ﾠthe	
 ﾠmain	
 ﾠproblem	
 ﾠwas	
 ﾠusing	
 ﾠSparrow	
 ﾠto	
 ﾠconstruct	
 ﾠthe	
 ﾠtriggering	
 ﾠsystem.	
 ﾠ
As	
 ﾠwe	
 ﾠhave	
 ﾠalready	
 ﾠseen,	
 ﾠwhen	
 ﾠthe	
 ﾠtriggering	
 ﾠobject	
 ﾠdispatches	
 ﾠthe	
 ﾠevent,	
 ﾠit	
 ﾠ
needs	
 ﾠto	
 ﾠcarry	
 ﾠ	
 ﾠan	
 ﾠidentifier	
 ﾠof	
 ﾠitself.	
 ﾠWhen	
 ﾠthe	
 ﾠpageSprite	
 ﾠreceives	
 ﾠthe	
 ﾠevent,	
 ﾠ
it	
 ﾠmust	
 ﾠbe	
 ﾠable	
 ﾠto	
 ﾠknow	
 ﾠthe	
 ﾠname	
 ﾠof	
 ﾠthe	
 ﾠobject	
 ﾠthat	
 ﾠdispatched	
 ﾠit	
 ﾠbecause	
 ﾠit	
 ﾠ
has	
 ﾠto	
 ﾠextract	
 ﾠthe	
 ﾠcorrespondent	
 ﾠarray	
 ﾠof	
 ﾠwaiting	
 ﾠobjects	
 ﾠ(remember	
 ﾠthat	
 ﾠthis	
 ﾠ
array	
 ﾠis	
 ﾠan	
 ﾠentry	
 ﾠof	
 ﾠa	
 ﾠdictionary,	
 ﾠand	
 ﾠthe	
 ﾠkey	
 ﾠof	
 ﾠthis	
 ﾠentry	
 ﾠis	
 ﾠthe	
 ﾠname	
 ﾠof	
 ﾠthe	
 ﾠ
triggering	
 ﾠobject).	
 ﾠ	
 ﾠ
For	
 ﾠ all	
 ﾠ this	
 ﾠ reasons,	
 ﾠ we	
 ﾠ planned	
 ﾠ and	
 ﾠ managed	
 ﾠ to	
 ﾠ extend	
 ﾠ Sparrow.	
 ﾠ
Sparrow	
 ﾠ provides	
 ﾠ a	
 ﾠ property	
 ﾠ called	
 ﾠ name	
 ﾠ (Sperl,	
 ﾠ SPDisplayObject	
 ﾠ Class	
 ﾠ
Reference)	
 ﾠto	
 ﾠidentify	
 ﾠits	
 ﾠdisplay	
 ﾠobjects,	
 ﾠbut	
 ﾠnatively	
 ﾠit	
 ﾠdoes	
 ﾠnot	
 ﾠconstruct	
 ﾠ
events	
 ﾠ that	
 ﾠ carry	
 ﾠ information	
 ﾠ about	
 ﾠ the	
 ﾠ generating	
 ﾠ object.	
 ﾠ Therefore	
 ﾠ we	
 ﾠ
extended	
 ﾠall	
 ﾠthe	
 ﾠclasses	
 ﾠinstantiating	
 ﾠobjects	
 ﾠthat	
 ﾠcan	
 ﾠact	
 ﾠas	
 ﾠtriggers	
 ﾠfor	
 ﾠus;	
 ﾠ
after	
 ﾠthat	
 ﾠwe	
 ﾠwrote	
 ﾠsome	
 ﾠcode	
 ﾠto	
 ﾠmake	
 ﾠthem	
 ﾠconstruct	
 ﾠevents	
 ﾠthat	
 ﾠkeep	
 ﾠa	
 ﾠ
reference	
 ﾠto	
 ﾠthe	
 ﾠconstructing	
 ﾠobject.	
 ﾠWe	
 ﾠalso	
 ﾠextended	
 ﾠthe	
 ﾠevent	
 ﾠclass	
 ﾠand	
 ﾠ
added	
 ﾠtwo	
 ﾠproperties:	
 ﾠthe	
 ﾠfirst	
 ﾠrepresents	
 ﾠthe	
 ﾠtriggering	
 ﾠobject	
 ﾠand	
 ﾠthe	
 ﾠsecond	
 ﾠ
represents	
 ﾠthe	
 ﾠgenerating	
 ﾠtween	
 ﾠ(if	
 ﾠthe	
 ﾠevent	
 ﾠhas	
 ﾠbeen	
 ﾠgenerated	
 ﾠby	
 ﾠa	
 ﾠtween	
 ﾠ
associated	
 ﾠwith	
 ﾠan	
 ﾠobject).	
 ﾠThus,	
 ﾠwhen	
 ﾠa	
 ﾠpageSprite	
 ﾠreceives	
 ﾠthe	
 ﾠevent,	
 ﾠit	
 ﾠcan	
 ﾠ
easily	
 ﾠget	
 ﾠto	
 ﾠknow	
 ﾠabout	
 ﾠthe	
 ﾠtriggering	
 ﾠobject	
 ﾠor	
 ﾠthe	
 ﾠtriggering	
 ﾠtween	
 ﾠand	
 ﾠuse	
 ﾠ
its	
 ﾠname	
 ﾠto	
 ﾠfind	
 ﾠthe	
 ﾠlist	
 ﾠof	
 ﾠwaiting	
 ﾠobjects.	
 ﾠThe	
 ﾠname	
 ﾠof	
 ﾠobjects	
 ﾠand	
 ﾠtweens	
 ﾠis	
 ﾠ
set	
 ﾠwhen	
 ﾠthe	
 ﾠpageSprite	
 ﾠis	
 ﾠinitialized	
 ﾠand	
 ﾠit	
 ﾠis	
 ﾠread	
 ﾠfrom	
 ﾠthe	
 ﾠproperty	
 ﾠlist.	
 ﾠFor	
 ﾠ
objects,	
 ﾠit	
 ﾠis	
 ﾠin	
 ﾠthe	
 ﾠform	
 ﾠ“element”	
 ﾠfollowed	
 ﾠby	
 ﾠthe	
 ﾠnumber	
 ﾠof	
 ﾠthe	
 ﾠelement;	
 ﾠ
otherwise	
 ﾠit	
 ﾠis	
 ﾠin	
 ﾠthe	
 ﾠform	
 ﾠ“tween”	
 ﾠfollowed	
 ﾠby	
 ﾠthe	
 ﾠnumber	
 ﾠof	
 ﾠthe	
 ﾠtween.	
 ﾠ
	
 ﾠ
5.5.2  IMPLEMENTATION	
 ﾠOF	
 ﾠTHE	
 ﾠMODEL	
 ﾠ
Recalling	
 ﾠ5.3.1,	
 ﾠAKElement	
 ﾠis	
 ﾠthe	
 ﾠclass	
 ﾠrepresenting	
 ﾠa	
 ﾠproperty	
 ﾠlist	
 ﾠelement,	
 ﾠ
and	
 ﾠit	
 ﾠwill	
 ﾠbe	
 ﾠused	
 ﾠto	
 ﾠconstruct	
 ﾠthe	
 ﾠrelative	
 ﾠSparrow	
 ﾠobject.	
 ﾠThis	
 ﾠclass	
 ﾠhas	
 ﾠa	
 ﾠ
property	
 ﾠ for	
 ﾠ each	
 ﾠ possible	
 ﾠ key	
 ﾠ of	
 ﾠ the	
 ﾠ element	
 ﾠ dictionary,	
 ﾠ and	
 ﾠ it	
 ﾠ sets	
 ﾠ the	
 ﾠ
property	
 ﾠ using	
 ﾠ the	
 ﾠ value	
 ﾠ of	
 ﾠ the	
 ﾠ corresponding	
 ﾠ key	
 ﾠ in	
 ﾠ the	
 ﾠ dictionary.	
 ﾠ For	
 ﾠ	
 ﾠ
example,	
 ﾠfor	
 ﾠsetting	
 ﾠthe	
 ﾠtype	
 ﾠ(image,	
 ﾠsound,	
 ﾠtext,	
 ﾠetc.),	
 ﾠthe	
 ﾠconstructor	
 ﾠof	
 ﾠthe	
 ﾠ
class	
 ﾠsearches	
 ﾠthe	
 ﾠvalue	
 ﾠassociated	
 ﾠto	
 ﾠthe	
 ﾠ“type”	
 ﾠkey	
 ﾠin	
 ﾠthe	
 ﾠcurrent	
 ﾠdictionary	
 ﾠ
using	
 ﾠthe	
 ﾠobjectForKey: method	
 ﾠof	
 ﾠthe	
 ﾠNSDictionary
26	
 ﾠclass.	
 ﾠIf	
 ﾠthe	
 ﾠelement	
 ﾠ
being	
 ﾠread	
 ﾠhas	
 ﾠsome	
 ﾠproperties	
 ﾠin	
 ﾠthe	
 ﾠproperty	
 ﾠlist	
 ﾠthat	
 ﾠdo	
 ﾠnot	
 ﾠmake	
 ﾠsense	
 ﾠfor	
 ﾠ
that	
 ﾠparticular	
 ﾠtype,	
 ﾠthey	
 ﾠsimply	
 ﾠwill	
 ﾠbe	
 ﾠignored.	
 ﾠIf	
 ﾠsome	
 ﾠproperty	
 ﾠis	
 ﾠmissing	
 ﾠin	
 ﾠ
the	
 ﾠproperty	
 ﾠlist,	
 ﾠthe	
 ﾠobjectForKey:	
 ﾠmethod	
 ﾠwill	
 ﾠsimply	
 ﾠreturn	
 ﾠnil,	
 ﾠbecause	
 ﾠit	
 ﾠ
does	
 ﾠ not	
 ﾠ find	
 ﾠ the	
 ﾠ key	
 ﾠ passed	
 ﾠ as	
 ﾠ parameter	
 ﾠ in	
 ﾠ the	
 ﾠ dictionary.	
 ﾠ In	
 ﾠ this	
 ﾠ way,	
 ﾠ
properties	
 ﾠ that	
 ﾠ are	
 ﾠ not	
 ﾠ present	
 ﾠ in	
 ﾠ the	
 ﾠ current	
 ﾠ element	
 ﾠ dictionary,	
 ﾠ will	
 ﾠ be	
 ﾠ
simply	
 ﾠset	
 ﾠto	
 ﾠnil	
 ﾠin	
 ﾠthe	
 ﾠAKElement	
 ﾠclass.	
 ﾠ
5.5.3  IMPLEMENTATION	
 ﾠOF	
 ﾠTHE	
 ﾠCONTROLLER	
 ﾠ
In	
 ﾠthis	
 ﾠsection	
 ﾠwe	
 ﾠgive	
 ﾠan	
 ﾠexplanation	
 ﾠof	
 ﾠthe	
 ﾠsolution	
 ﾠused	
 ﾠto	
 ﾠimplement	
 ﾠthe	
 ﾠ
algorithms	
 ﾠthat	
 ﾠdescribe	
 ﾠthe	
 ﾠlogic	
 ﾠof	
 ﾠthe	
 ﾠcontroller.	
 ﾠ
PAGE	
 ﾠSPRITE	
 ﾠALGORITHM	
 ﾠIMPLEMENTATION	
 ﾠ	
 ﾠ
Algorithm	
 ﾠ5.2	
 ﾠis	
 ﾠimplemented	
 ﾠin	
 ﾠthe	
 ﾠinit:	
 ﾠmethod	
 ﾠof	
 ﾠour	
 ﾠSPSprite	
 ﾠsublclass,	
 ﾠ
called	
 ﾠAKPageSprite.	
 ﾠWe	
 ﾠhave	
 ﾠto	
 ﾠremark	
 ﾠsome	
 ﾠfeatures	
 ﾠof	
 ﾠthe	
 ﾠimplementation	
 ﾠ
of	
 ﾠit:	
 ﾠ
•  In	
 ﾠorder	
 ﾠto	
 ﾠdetect	
 ﾠif	
 ﾠthe	
 ﾠcurrent	
 ﾠelement	
 ﾠis	
 ﾠtriggered	
 ﾠby	
 ﾠsome	
 ﾠother	
 ﾠ
object,	
 ﾠthe	
 ﾠguards	
 ﾠcheck	
 ﾠa	
 ﾠBoolean	
 ﾠproperty	
 ﾠof	
 ﾠthe	
 ﾠelement	
 ﾠthat	
 ﾠis	
 ﾠset	
 ﾠ
to	
 ﾠTRUE	
 ﾠonly	
 ﾠif	
 ﾠthe	
 ﾠelement	
 ﾠdictionary	
 ﾠhas	
 ﾠa	
 ﾠvalid	
 ﾠtrigger	
 ﾠentry;	
 ﾠ
•  The	
 ﾠ tweens	
 ﾠ dictionary	
 ﾠ mentioned	
 ﾠ in	
 ﾠ 5.4.1	
 ﾠ is	
 ﾠ a	
 ﾠ property	
 ﾠ of	
 ﾠ the	
 ﾠ
pageSprite;	
 ﾠthe	
 ﾠarray	
 ﾠof	
 ﾠtweens	
 ﾠassociated	
 ﾠwith	
 ﾠthe	
 ﾠobject	
 ﾠidentified	
 ﾠ
by	
 ﾠthe	
 ﾠkey	
 ﾠin	
 ﾠthe	
 ﾠentry	
 ﾠis	
 ﾠextended	
 ﾠwith	
 ﾠa	
 ﾠnew	
 ﾠelement	
 ﾠwhenever	
 ﾠa	
 ﾠ
new	
 ﾠtween	
 ﾠis	
 ﾠcreated	
 ﾠwith	
 ﾠthat	
 ﾠobject	
 ﾠas	
 ﾠtarget.	
 ﾠ
•  To	
 ﾠ start	
 ﾠ playing	
 ﾠ a	
 ﾠ movie,	
 ﾠ after	
 ﾠ its	
 ﾠ construction	
 ﾠ using	
 ﾠ the	
 ﾠ frames	
 ﾠ
provided	
 ﾠfrom	
 ﾠfile,	
 ﾠwe	
 ﾠhave	
 ﾠto	
 ﾠinvoke	
 ﾠthe	
 ﾠstart	
 ﾠmethod	
 ﾠon	
 ﾠit	
 ﾠand	
 ﾠthen	
 ﾠ
to	
 ﾠadd	
 ﾠit	
 ﾠto	
 ﾠthe	
 ﾠstage.	
 ﾠ
PAGE	
 ﾠTRANSITIONS	
 ﾠ
An	
 ﾠinteresting	
 ﾠaspect	
 ﾠof	
 ﾠthe	
 ﾠimplementation	
 ﾠof	
 ﾠthe	
 ﾠrendering	
 ﾠof	
 ﾠa	
 ﾠis	
 ﾠhow	
 ﾠthe	
 ﾠ
pageSprite	
 ﾠis	
 ﾠadded	
 ﾠto	
 ﾠthe	
 ﾠbookView.	
 ﾠIn	
 ﾠfact	
 ﾠthe	
 ﾠway	
 ﾠa	
 ﾠpageSprite	
 ﾠis	
 ﾠadded	
 ﾠon	
 ﾠ
the	
 ﾠ stage	
 ﾠ depends	
 ﾠ by	
 ﾠ its	
 ﾠ enterAnimation	
 ﾠ dictionary	
 ﾠ in	
 ﾠ the	
 ﾠ page	
 ﾠ features	
 ﾠ
dictionary.	
 ﾠIn	
 ﾠthe	
 ﾠstartOtherPage: method	
 ﾠof	
 ﾠthe	
 ﾠAKBookView	
 ﾠclass	
 ﾠ(i.e.	
 ﾠthe	
 ﾠ
stage)	
 ﾠ the	
 ﾠ new	
 ﾠ pageSprite	
 ﾠ is	
 ﾠ created	
 ﾠand	
 ﾠthen	
 ﾠa	
 ﾠseries	
 ﾠof	
 ﾠguards	
 ﾠuses	
 ﾠthe	
 ﾠ
animation	
 ﾠproperty	
 ﾠof	
 ﾠthe	
 ﾠenterAnimation	
 ﾠdictionary	
 ﾠto	
 ﾠget	
 ﾠto	
 ﾠknow	
 ﾠhow	
 ﾠto	
 ﾠ
animate	
 ﾠthe	
 ﾠappearance	
 ﾠof	
 ﾠthe	
 ﾠnew	
 ﾠpage.	
 ﾠThe	
 ﾠimplementation	
 ﾠof	
 ﾠthe	
 ﾠslide	
 ﾠ
effect	
 ﾠhas	
 ﾠbeen	
 ﾠdone	
 ﾠas	
 ﾠfollows:	
 ﾠ
•  The	
 ﾠnew	
 ﾠpageSprite	
 ﾠis	
 ﾠadded	
 ﾠto	
 ﾠthe	
 ﾠstage,	
 ﾠbut	
 ﾠits	
 ﾠcoordinates	
 ﾠare	
 ﾠset	
 ﾠ
to	
 ﾠ(1024,0).	
 ﾠIn	
 ﾠthis	
 ﾠway	
 ﾠthe	
 ﾠnew	
 ﾠpageSprite	
 ﾠis	
 ﾠnot	
 ﾠyet	
 ﾠvisible.	
 ﾠ
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 ﾠNSDictionary	
 ﾠis	
 ﾠthe	
 ﾠCocoa	
 ﾠimplementation	
 ﾠof	
 ﾠthe	
 ﾠdictionary	
 ﾠabstract	
 ﾠdata	
 ﾠtype.	
 ﾠ	
 ﾠ 	
 ﾠ
	
 ﾠ
	
 ﾠ
•  A	
 ﾠtween	
 ﾠis	
 ﾠadded	
 ﾠto	
 ﾠanimate	
 ﾠthe	
 ﾠx	
 ﾠproperty	
 ﾠof	
 ﾠthe	
 ﾠcurrent	
 ﾠpageSprite,	
 ﾠ
with	
 ﾠfinal	
 ﾠvalue	
 ﾠequal	
 ﾠto	
 ﾠ-ﾭ‐1024.	
 ﾠ
•  Another	
 ﾠtween	
 ﾠis	
 ﾠadded	
 ﾠto	
 ﾠthe	
 ﾠnew	
 ﾠpageSprite,	
 ﾠwith	
 ﾠfinal	
 ﾠvalue	
 ﾠequal	
 ﾠ
to	
 ﾠ0.	
 ﾠ
•  The	
 ﾠtwo	
 ﾠtweens	
 ﾠare	
 ﾠadded	
 ﾠto	
 ﾠthe	
 ﾠbookView’s	
 ﾠjuggler	
 ﾠand	
 ﾠthe	
 ﾠslide	
 ﾠ
animation	
 ﾠstarts.	
 ﾠ
The	
 ﾠeffect	
 ﾠis	
 ﾠalso	
 ﾠapplied	
 ﾠto	
 ﾠthe	
 ﾠdisappearance	
 ﾠof	
 ﾠa	
 ﾠpage	
 ﾠin	
 ﾠa	
 ﾠsimilar	
 ﾠmanner.	
 ﾠ
We	
 ﾠthought	
 ﾠabout	
 ﾠother	
 ﾠanimations	
 ﾠfor	
 ﾠthe	
 ﾠappearance	
 ﾠand	
 ﾠdisappearance	
 ﾠof	
 ﾠ
a	
 ﾠpage,	
 ﾠlike	
 ﾠthe	
 ﾠpage	
 ﾠcurl	
 ﾠ(an	
 ﾠeffect	
 ﾠthat	
 ﾠsimulates	
 ﾠthe	
 ﾠpage	
 ﾠbrowsing)	
 ﾠor	
 ﾠthe	
 ﾠ
fade	
 ﾠeffect.	
 ﾠNevertheless,	
 ﾠwe	
 ﾠhave	
 ﾠnot	
 ﾠimplemented	
 ﾠthese	
 ﾠeffects	
 ﾠyet.	
 ﾠ
TARGET	
 ﾠMETHOD	
 ﾠOF	
 ﾠPAGE	
 ﾠSPRITE	
 ﾠ
We	
 ﾠsaw	
 ﾠin	
 ﾠ5.4.1	
 ﾠthat	
 ﾠadding	
 ﾠthe	
 ﾠevent	
 ﾠlistener	
 ﾠto	
 ﾠa	
 ﾠtriggering	
 ﾠobject	
 ﾠinvolves	
 ﾠ
specifying	
 ﾠthe	
 ﾠtarget	
 ﾠmethod	
 ﾠto	
 ﾠinvoke	
 ﾠwhen	
 ﾠthe	
 ﾠobject	
 ﾠdispatches	
 ﾠthe	
 ﾠevent	
 ﾠ
and	
 ﾠ the	
 ﾠ event	
 ﾠ listener	
 ﾠ receives	
 ﾠ it.	
 ﾠ The	
 ﾠ method	
 ﾠ created	
 ﾠ for	
 ﾠ this	
 ﾠ purpose	
 ﾠ is	
 ﾠ
addObjectToPageSprite:.	
 ﾠThis	
 ﾠmethod	
 ﾠreceives	
 ﾠthe	
 ﾠevent	
 ﾠfrom	
 ﾠthe	
 ﾠlistener	
 ﾠ
as	
 ﾠan	
 ﾠinput	
 ﾠparameter	
 ﾠand	
 ﾠstarts	
 ﾠextracting	
 ﾠthe	
 ﾠtriggering	
 ﾠobject	
 ﾠreference	
 ﾠ
from	
 ﾠthe	
 ﾠevent.	
 ﾠThen	
 ﾠit	
 ﾠextracts	
 ﾠthe	
 ﾠname	
 ﾠof	
 ﾠthe	
 ﾠtriggering	
 ﾠobject	
 ﾠand	
 ﾠpossibly	
 ﾠ
the	
 ﾠname	
 ﾠof	
 ﾠthe	
 ﾠgenerating	
 ﾠtween.	
 ﾠThen	
 ﾠit	
 ﾠpulls	
 ﾠout	
 ﾠthe	
 ﾠlist	
 ﾠof	
 ﾠobjects	
 ﾠwaiting	
 ﾠ
for	
 ﾠthe	
 ﾠtriggering	
 ﾠone	
 ﾠfrom	
 ﾠthe	
 ﾠso-ﾭ‐called	
 ﾠpending	
 ﾠlist.	
 ﾠThis	
 ﾠis	
 ﾠdone	
 ﾠby	
 ﾠquerying	
 ﾠ
the	
 ﾠpending	
 ﾠlist	
 ﾠwith	
 ﾠthe	
 ﾠname	
 ﾠjust	
 ﾠfound.	
 ﾠAfter	
 ﾠthat	
 ﾠa	
 ﾠfor	
 ﾠloop	
 ﾠstarts	
 ﾠscanning	
 ﾠ
the	
 ﾠarray	
 ﾠof	
 ﾠwaiting	
 ﾠobjects	
 ﾠand	
 ﾠadds	
 ﾠthem	
 ﾠto	
 ﾠthe	
 ﾠpageSprite.	
 ﾠ
TARGET	
 ﾠFUNCTION	
 ﾠOF	
 ﾠACTIVE	
 ﾠAREA	
 ﾠ
In	
 ﾠ5.4.2	
 ﾠwe	
 ﾠsaw	
 ﾠthat	
 ﾠevery	
 ﾠtime	
 ﾠan	
 ﾠactive	
 ﾠarea	
 ﾠis	
 ﾠcreated,	
 ﾠit	
 ﾠis	
 ﾠadded	
 ﾠan	
 ﾠevent	
 ﾠ
listener	
 ﾠ with	
 ﾠ a	
 ﾠ target	
 ﾠ method	
 ﾠ named	
 ﾠ touchHappened:.	
 ﾠ The	
 ﾠ behaviour	
 ﾠ is	
 ﾠ
similar	
 ﾠto	
 ﾠaddObjectToPageSprite:.	
 ﾠ
5.5.4  MEMORY	
 ﾠMANAGEMENT	
 ﾠ
The	
 ﾠmemory	
 ﾠmanagement	
 ﾠaspect	
 ﾠis	
 ﾠcrucial	
 ﾠin	
 ﾠObjective-ﾭ‐C	
 ﾠand	
 ﾠespecially	
 ﾠwhen	
 ﾠ
we	
 ﾠdevelop	
 ﾠapplications	
 ﾠon	
 ﾠa	
 ﾠdevice	
 ﾠlike	
 ﾠiPad,	
 ﾠwhich	
 ﾠhave	
 ﾠa	
 ﾠlimited	
 ﾠamount	
 ﾠof	
 ﾠ
memory
27.	
 ﾠFor	
 ﾠthis	
 ﾠreason	
 ﾠwe	
 ﾠhad	
 ﾠto	
 ﾠbe	
 ﾠvery	
 ﾠcareful	
 ﾠwith	
 ﾠthe	
 ﾠallocation	
 ﾠof	
 ﾠ
objects	
 ﾠin	
 ﾠthe	
 ﾠframework.	
 ﾠThe	
 ﾠfirst	
 ﾠbig	
 ﾠmistake	
 ﾠwas	
 ﾠallocating	
 ﾠand	
 ﾠadding	
 ﾠevent	
 ﾠ
listeners	
 ﾠto	
 ﾠtriggering	
 ﾠobjects	
 ﾠand	
 ﾠactive	
 ﾠareas	
 ﾠwithout	
 ﾠremoving	
 ﾠthem	
 ﾠwhen	
 ﾠ
not	
 ﾠuseful	
 ﾠanymore	
 ﾠ(i.e.	
 ﾠwhen	
 ﾠthe	
 ﾠpageSprite	
 ﾠgets	
 ﾠdeallocated).	
 ﾠWe	
 ﾠmanaged	
 ﾠ
to	
 ﾠfix	
 ﾠthis	
 ﾠby	
 ﾠremoving	
 ﾠexplicitly	
 ﾠthe	
 ﾠevent	
 ﾠlistener	
 ﾠof	
 ﾠan	
 ﾠobject	
 ﾠin	
 ﾠthe	
 ﾠ	
 ﾠdealloc 
method	
 ﾠof	
 ﾠthe	
 ﾠAKPageSprite	
 ﾠclass.	
 ﾠAnother	
 ﾠimportant	
 ﾠissue	
 ﾠwas	
 ﾠto	
 ﾠget	
 ﾠthe	
 ﾠ
objects	
 ﾠ of	
 ﾠ a	
 ﾠ pageSprite	
 ﾠ properly	
 ﾠ deallocated	
 ﾠ when	
 ﾠ the	
 ﾠ pageSprite	
 ﾠ is	
 ﾠ
deallocated.	
 ﾠThese	
 ﾠobjects	
 ﾠhave	
 ﾠa	
 ﾠvery	
 ﾠcomplex	
 ﾠretain	
 ﾠgraph,	
 ﾠand	
 ﾠto	
 ﾠachieve	
 ﾠ
our	
 ﾠgoal	
 ﾠwe	
 ﾠhad	
 ﾠto	
 ﾠoverwrite	
 ﾠthe	
 ﾠretain	
 ﾠmethod	
 ﾠof	
 ﾠevery	
 ﾠgraphic	
 ﾠclass	
 ﾠto	
 ﾠcheck	
 ﾠ
where	
 ﾠthe	
 ﾠretain	
 ﾠcount	
 ﾠof	
 ﾠthe	
 ﾠobjects	
 ﾠincreased.	
 ﾠIn	
 ﾠthe	
 ﾠoverwritten	
 ﾠmethod	
 ﾠwe	
 ﾠ
inserted	
 ﾠ a	
 ﾠ NSLog() function	
 ﾠ invocation	
 ﾠ to	
 ﾠ print	
 ﾠ information	
 ﾠ of	
 ﾠ who	
 ﾠ were	
 ﾠ
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 ﾠThe	
 ﾠfirst	
 ﾠgeneration	
 ﾠof	
 ﾠiPads	
 ﾠhave	
 ﾠa	
 ﾠtotal	
 ﾠamount	
 ﾠof	
 ﾠRAM	
 ﾠequal	
 ﾠto	
 ﾠ256	
 ﾠMB.	
 ﾠ	
 ﾠ
retaining	
 ﾠthe	
 ﾠobject	
 ﾠunder	
 ﾠanalysis,	
 ﾠand	
 ﾠthis	
 ﾠhas	
 ﾠbeen	
 ﾠa	
 ﾠquite	
 ﾠtedious	
 ﾠwork.	
 ﾠ
With	
 ﾠthe	
 ﾠhelp	
 ﾠof	
 ﾠsome	
 ﾠtools	
 ﾠto	
 ﾠcheck	
 ﾠmemory	
 ﾠleaks,	
 ﾠwe	
 ﾠmanaged	
 ﾠto	
 ﾠfix	
 ﾠthese	
 ﾠ
problems	
 ﾠ and	
 ﾠ to	
 ﾠ build	
 ﾠ an	
 ﾠ application	
 ﾠ that	
 ﾠ does	
 ﾠ not	
 ﾠ crash	
 ﾠ due	
 ﾠ to	
 ﾠ memory	
 ﾠ
breakdown.	
 ﾠ
	
 ﾠ	
 ﾠ
6  EDITOR	
 ﾠ
In	
 ﾠ this	
 ﾠ chapter	
 ﾠ we	
 ﾠ will	
 ﾠ talk	
 ﾠ about	
 ﾠ the	
 ﾠ development	
 ﾠ of	
 ﾠ AppKid	
 ﾠ Editor,	
 ﾠ the	
 ﾠ
second	
 ﾠpart	
 ﾠof	
 ﾠmy	
 ﾠtask	
 ﾠin	
 ﾠAltera.	
 ﾠWe	
 ﾠstart	
 ﾠexplaining	
 ﾠwhy	
 ﾠAltera	
 ﾠdecided	
 ﾠto	
 ﾠ
create	
 ﾠan	
 ﾠeditor	
 ﾠof	
 ﾠinteractive	
 ﾠbooks	
 ﾠand	
 ﾠthen	
 ﾠwe	
 ﾠgo	
 ﾠon	
 ﾠintroducing	
 ﾠthe	
 ﾠgoals	
 ﾠ
found	
 ﾠin	
 ﾠthe	
 ﾠanalysis	
 ﾠphase	
 ﾠof	
 ﾠthe	
 ﾠsoftware.	
 ﾠAfter	
 ﾠthat	
 ﾠwe	
 ﾠdeal	
 ﾠwith	
 ﾠthe	
 ﾠdesign	
 ﾠ
phase,	
 ﾠand	
 ﾠwe	
 ﾠlist	
 ﾠall	
 ﾠthe	
 ﾠpossible	
 ﾠsolution	
 ﾠhypothesized,	
 ﾠexplaining	
 ﾠwhy	
 ﾠwe	
 ﾠ
had	
 ﾠto	
 ﾠdiscard	
 ﾠsome	
 ﾠof	
 ﾠthem.	
 ﾠThen	
 ﾠwe	
 ﾠtalk	
 ﾠabout	
 ﾠthe	
 ﾠdesign	
 ﾠof	
 ﾠthe	
 ﾠapplication	
 ﾠ
structure	
 ﾠand	
 ﾠabout	
 ﾠthe	
 ﾠimplementation	
 ﾠsolutions	
 ﾠused.	
 ﾠ
6.1  MOTIVATIONS	
 ﾠ
The	
 ﾠidea	
 ﾠof	
 ﾠconstructing	
 ﾠan	
 ﾠeditor	
 ﾠof	
 ﾠinteractive	
 ﾠbooks	
 ﾠoccurred	
 ﾠright	
 ﾠafter	
 ﾠthe	
 ﾠ
idea	
 ﾠof	
 ﾠthe	
 ﾠsoftware	
 ﾠframework.	
 ﾠThere	
 ﾠare	
 ﾠseveral	
 ﾠreasons	
 ﾠwhy	
 ﾠwe	
 ﾠcan	
 ﾠthink	
 ﾠ
to	
 ﾠconstruct	
 ﾠan	
 ﾠinteractive	
 ﾠbook	
 ﾠwith	
 ﾠan	
 ﾠeditor,	
 ﾠinstead	
 ﾠof	
 ﾠediting	
 ﾠan	
 ﾠXML	
 ﾠfile	
 ﾠ
or	
 ﾠprogramming	
 ﾠit	
 ﾠfrom	
 ﾠscratch,	
 ﾠand	
 ﾠthey	
 ﾠare	
 ﾠvery	
 ﾠclear	
 ﾠand	
 ﾠsimple:	
 ﾠ
•  Creating	
 ﾠ interactive	
 ﾠ books	
 ﾠ in	
 ﾠ a	
 ﾠ faster	
 ﾠ way:	
 ﾠ obviously	
 ﾠ adding	
 ﾠ and	
 ﾠ
editing	
 ﾠ the	
 ﾠ elements	
 ﾠ of	
 ﾠ a	
 ﾠ page	
 ﾠ with	
 ﾠ a	
 ﾠ visual	
 ﾠ tool	
 ﾠ is	
 ﾠ much	
 ﾠ more	
 ﾠ
convenient	
 ﾠ and	
 ﾠ easier	
 ﾠ than	
 ﾠ modifying	
 ﾠ the	
 ﾠ XML	
 ﾠ property	
 ﾠ list	
 ﾠ and	
 ﾠ
writing	
 ﾠXML	
 ﾠcode.	
 ﾠJust	
 ﾠfor	
 ﾠexample,	
 ﾠimagine	
 ﾠthe	
 ﾠsimple	
 ﾠoperation	
 ﾠof	
 ﾠ
placing	
 ﾠa	
 ﾠtext	
 ﾠin	
 ﾠa	
 ﾠpage:	
 ﾠwith	
 ﾠa	
 ﾠvisual	
 ﾠtool	
 ﾠwe	
 ﾠcan	
 ﾠplace	
 ﾠit	
 ﾠactually	
 ﾠ
where	
 ﾠwe	
 ﾠwant;	
 ﾠif	
 ﾠwe	
 ﾠwrite	
 ﾠthe	
 ﾠcoordinates	
 ﾠof	
 ﾠtext	
 ﾠin	
 ﾠthe	
 ﾠXML	
 ﾠfile	
 ﾠwe	
 ﾠ
are	
 ﾠforced	
 ﾠto	
 ﾠcompile	
 ﾠAppKid	
 ﾠapplication	
 ﾠand	
 ﾠrun	
 ﾠit	
 ﾠto	
 ﾠcheck	
 ﾠif	
 ﾠthe	
 ﾠtext	
 ﾠ
has	
 ﾠbeen	
 ﾠplaced	
 ﾠin	
 ﾠthe	
 ﾠright	
 ﾠposition,	
 ﾠleading	
 ﾠto	
 ﾠa	
 ﾠbig	
 ﾠloss	
 ﾠof	
 ﾠtime.	
 ﾠ	
 ﾠ
•  Giving	
 ﾠ non-ﾭ‐programmers	
 ﾠ the	
 ﾠ opportunity	
 ﾠ to	
 ﾠ develop	
 ﾠ interactive	
 ﾠ
books:	
 ﾠ Altera	
 ﾠ have	
 ﾠ the	
 ﾠ ultimate	
 ﾠ goal	
 ﾠ of	
 ﾠ selling	
 ﾠ the	
 ﾠ application	
 ﾠ to	
 ﾠ
anyone	
 ﾠwho	
 ﾠwants	
 ﾠto	
 ﾠdevelop	
 ﾠinteractive	
 ﾠbooks	
 ﾠand	
 ﾠwho	
 ﾠhas	
 ﾠnot	
 ﾠany	
 ﾠ
knowledge	
 ﾠof	
 ﾠprogramming	
 ﾠor	
 ﾠXML	
 ﾠediting.	
 ﾠ	
 ﾠ
6.2  ANALYSIS:	
 ﾠTARGET	
 ﾠFEATURES	
 ﾠ
During	
 ﾠthe	
 ﾠanalysis	
 ﾠphase	
 ﾠwe	
 ﾠlisted	
 ﾠall	
 ﾠthe	
 ﾠfeatures	
 ﾠthe	
 ﾠapplication	
 ﾠshould	
 ﾠhave	
 ﾠ
when	
 ﾠcompleted.	
 ﾠWe	
 ﾠstarted	
 ﾠfrom	
 ﾠthe	
 ﾠidea	
 ﾠthat	
 ﾠAppKid	
 ﾠEditor	
 ﾠshould	
 ﾠgive	
 ﾠthe	
 ﾠ
same	
 ﾠ freedom	
 ﾠ given	
 ﾠ by	
 ﾠ programming	
 ﾠ the	
 ﾠ interactive	
 ﾠ book	
 ﾠ from	
 ﾠ scratch.	
 ﾠ
Therefore	
 ﾠthe	
 ﾠfeatures	
 ﾠof	
 ﾠthe	
 ﾠeditor	
 ﾠshould	
 ﾠbe:	
 ﾠ
•  Creating	
 ﾠseveral	
 ﾠpages	
 ﾠand	
 ﾠremoving	
 ﾠthem	
 ﾠ
•  Adding	
 ﾠand	
 ﾠremoving	
 ﾠimages	
 ﾠto	
 ﾠa	
 ﾠpage	
 ﾠ	
 ﾠ
•  Adding	
 ﾠand	
 ﾠremoving	
 ﾠtexts	
 ﾠto	
 ﾠa	
 ﾠpage	
 ﾠ	
 ﾠ
•  Editing	
 ﾠtexts	
 ﾠ
•  Selecting	
 ﾠmultiple	
 ﾠimages	
 ﾠand	
 ﾠtexts	
 ﾠin	
 ﾠthe	
 ﾠpage	
 ﾠcanvas
28	
 ﾠ
•  Setting	
 ﾠposition	
 ﾠand	
 ﾠdimensions	
 ﾠof	
 ﾠtext	
 ﾠand	
 ﾠimages	
 ﾠ
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 ﾠBy	
 ﾠ canvas	
 ﾠ we	
 ﾠ mean	
 ﾠ the	
 ﾠ area	
 ﾠ on	
 ﾠ the	
 ﾠ screen	
 ﾠ where	
 ﾠ the	
 ﾠ user	
 ﾠ can	
 ﾠ draw	
 ﾠ objects	
 ﾠ using	
 ﾠ the	
 ﾠ
specified	
 ﾠapplication	
 ﾠ	
 ﾠ 	
 ﾠ
	
 ﾠ
	
 ﾠ
•  Adding	
 ﾠsounds	
 ﾠ
•  Specifying	
 ﾠanimations	
 ﾠof	
 ﾠobjects	
 ﾠin	
 ﾠa	
 ﾠpage	
 ﾠ
•  Specifying	
 ﾠtriggering	
 ﾠof	
 ﾠobjects	
 ﾠ
•  Saving	
 ﾠand	
 ﾠloading	
 ﾠa	
 ﾠproject	
 ﾠ
•  Generating	
 ﾠa	
 ﾠproperty	
 ﾠlist	
 ﾠfile	
 ﾠaccording	
 ﾠto	
 ﾠthe	
 ﾠobjects	
 ﾠplaced	
 ﾠin	
 ﾠthe	
 ﾠ
page	
 ﾠ
6.3  DESIGN	
 ﾠ	
 ﾠ
The	
 ﾠdesign	
 ﾠof	
 ﾠthe	
 ﾠapplication	
 ﾠhas	
 ﾠbeen	
 ﾠquite	
 ﾠdifficult,	
 ﾠbecause	
 ﾠmy	
 ﾠknowledge	
 ﾠ
about	
 ﾠcreating	
 ﾠgraphical	
 ﾠapplications	
 ﾠwas	
 ﾠreally	
 ﾠpoor	
 ﾠat	
 ﾠthe	
 ﾠbeginning	
 ﾠof	
 ﾠthis	
 ﾠ
project.	
 ﾠFirst	
 ﾠof	
 ﾠall	
 ﾠwe	
 ﾠhad	
 ﾠto	
 ﾠcreate	
 ﾠa	
 ﾠDocument-ﾭ‐Based	
 ﾠApplication
29	
 ﾠfor	
 ﾠMac	
 ﾠ
OS	
 ﾠ X	
 ﾠ using	
 ﾠ the	
 ﾠ template	
 ﾠ provided	
 ﾠ by	
 ﾠ XCode
30.	
 ﾠ Thanks	
 ﾠ to	
 ﾠ document-ﾭ‐based	
 ﾠ
application	
 ﾠskeleton,	
 ﾠwe	
 ﾠhave	
 ﾠthe	
 ﾠpossibility	
 ﾠto	
 ﾠconstruct	
 ﾠthe	
 ﾠgraphical	
 ﾠuser	
 ﾠ
interface	
 ﾠand	
 ﾠthe	
 ﾠlogic	
 ﾠof	
 ﾠthe	
 ﾠdocument	
 ﾠpart	
 ﾠseparately	
 ﾠfrom	
 ﾠthe	
 ﾠrest	
 ﾠof	
 ﾠthe	
 ﾠ
application.	
 ﾠOur	
 ﾠdocument	
 ﾠwill	
 ﾠbe	
 ﾠthe	
 ﾠbook	
 ﾠwe	
 ﾠare	
 ﾠtrying	
 ﾠto	
 ﾠconstruct	
 ﾠusing	
 ﾠ
the	
 ﾠeditor,	
 ﾠand	
 ﾠit	
 ﾠwill	
 ﾠbe	
 ﾠmade	
 ﾠof	
 ﾠseveral	
 ﾠpages.	
 ﾠFirst	
 ﾠof	
 ﾠall	
 ﾠwe	
 ﾠneeded	
 ﾠto	
 ﾠ
provide	
 ﾠa	
 ﾠGUI	
 ﾠ(and	
 ﾠall	
 ﾠthe	
 ﾠother	
 ﾠunderlying	
 ﾠcomponents)	
 ﾠimplementing	
 ﾠall	
 ﾠthe	
 ﾠ
features	
 ﾠ listed	
 ﾠ above.	
 ﾠ The	
 ﾠ GUI	
 ﾠ should	
 ﾠ have	
 ﾠ been	
 ﾠ provided	
 ﾠ with	
 ﾠ tools	
 ﾠ to	
 ﾠ
construct	
 ﾠthe	
 ﾠelements	
 ﾠof	
 ﾠevery	
 ﾠpage.	
 ﾠ
The	
 ﾠmost	
 ﾠimportant	
 ﾠproblem	
 ﾠat	
 ﾠthe	
 ﾠbeginning	
 ﾠwas	
 ﾠfinding	
 ﾠa	
 ﾠway	
 ﾠto	
 ﾠ
place	
 ﾠ graphical	
 ﾠ objects	
 ﾠ inside	
 ﾠ a	
 ﾠ custom	
 ﾠ NSView
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 ﾠand	
 ﾠ tracking	
 ﾠ them	
 ﾠ in	
 ﾠ the	
 ﾠ
application.	
 ﾠAfter	
 ﾠa	
 ﾠperiod	
 ﾠof	
 ﾠreading	
 ﾠup	
 ﾠon	
 ﾠthe	
 ﾠvarious	
 ﾠtechnologies	
 ﾠprovided	
 ﾠ
by	
 ﾠApple	
 ﾠto	
 ﾠdo	
 ﾠthis,	
 ﾠwe	
 ﾠsynthesized	
 ﾠand	
 ﾠtried	
 ﾠthree	
 ﾠpossibilities:	
 ﾠ
1.  The	
 ﾠuse	
 ﾠof	
 ﾠthe	
 ﾠCore	
 ﾠAnimation	
 ﾠframework	
 ﾠand	
 ﾠCALayer
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 ﾠ	
 ﾠ(“CA”	
 ﾠstands	
 ﾠ
for	
 ﾠ Core	
 ﾠ Animation)	
 ﾠ class;	
 ﾠ we	
 ﾠ took	
 ﾠ a	
 ﾠ cue	
 ﾠ from	
 ﾠ the	
 ﾠ LightTable	
 ﾠ
application	
 ﾠexample	
 ﾠprovided	
 ﾠby	
 ﾠApple	
 ﾠ(the	
 ﾠfirst	
 ﾠof	
 ﾠthe	
 ﾠApple	
 ﾠexample	
 ﾠ
applications	
 ﾠanalyzed).	
 ﾠThis	
 ﾠapplication	
 ﾠis	
 ﾠbasically	
 ﾠmade	
 ﾠof	
 ﾠa	
 ﾠview	
 ﾠin	
 ﾠ
which	
 ﾠwe	
 ﾠcan	
 ﾠadd	
 ﾠimages	
 ﾠwith	
 ﾠa	
 ﾠdrag-ﾭ‐and-ﾭ‐drop	
 ﾠmechanism.	
 ﾠImages	
 ﾠ
are	
 ﾠdraggable	
 ﾠacross	
 ﾠthe	
 ﾠview	
 ﾠand	
 ﾠwe	
 ﾠcan	
 ﾠchange	
 ﾠtheir	
 ﾠdimension	
 ﾠby	
 ﾠ
clicking	
 ﾠon	
 ﾠtheir	
 ﾠcorners	
 ﾠand	
 ﾠmoving	
 ﾠthem.	
 ﾠBehind	
 ﾠthe	
 ﾠscenes	
 ﾠthere	
 ﾠis	
 ﾠ
a	
 ﾠcustom	
 ﾠview
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 ﾠclass	
 ﾠthat	
 ﾠadds	
 ﾠa	
 ﾠCALayer	
 ﾠ(after	
 ﾠenabling	
 ﾠsupport	
 ﾠfor	
 ﾠ
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 ﾠFor	
 ﾠmore	
 ﾠdetails	
 ﾠabout	
 ﾠDocument-ﾭ‐Based	
 ﾠapplications,	
 ﾠsee	
 ﾠAppendix.	
 ﾠ
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 ﾠXcode	
 ﾠis	
 ﾠa	
 ﾠsuite	
 ﾠof	
 ﾠtools	
 ﾠdeveloped	
 ﾠby	
 ﾠApple	
 ﾠfor	
 ﾠdeveloping	
 ﾠsoftware	
 ﾠfor	
 ﾠMac	
 ﾠOS	
 ﾠX	
 ﾠand	
 ﾠiOS,	
 ﾠ
first	
 ﾠreleased	
 ﾠin	
 ﾠ2003.	
 ﾠThe	
 ﾠlatest	
 ﾠstable	
 ﾠrelease	
 ﾠis	
 ﾠversion	
 ﾠ4.2.1,	
 ﾠwhich	
 ﾠis	
 ﾠavailable	
 ﾠon	
 ﾠthe	
 ﾠMac	
 ﾠ
App	
 ﾠStore	
 ﾠfree	
 ﾠof	
 ﾠcharge	
 ﾠfor	
 ﾠMac	
 ﾠOS	
 ﾠX	
 ﾠLion	
 ﾠusers.	
 ﾠ	
 ﾠ
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 ﾠNSView	
 ﾠis	
 ﾠa	
 ﾠclass	
 ﾠthat	
 ﾠdefines	
 ﾠthe	
 ﾠbasic	
 ﾠdrawing,	
 ﾠevent-ﾭ‐handling,	
 ﾠand	
 ﾠprinting	
 ﾠarchitecture	
 ﾠof	
 ﾠ
an	
 ﾠapplication.	
 ﾠNSView	
 ﾠobjects	
 ﾠ(also	
 ﾠknow,	
 ﾠsimply,	
 ﾠas	
 ﾠview	
 ﾠobjects	
 ﾠor	
 ﾠviews)	
 ﾠare	
 ﾠarranged	
 ﾠwithin	
 ﾠ
an	
 ﾠNSWindow	
 ﾠobject,	
 ﾠin	
 ﾠa	
 ﾠnested	
 ﾠhierarchy	
 ﾠof	
 ﾠsubviews.	
 ﾠA	
 ﾠview	
 ﾠobject	
 ﾠclaims	
 ﾠa	
 ﾠrectangular	
 ﾠ
region	
 ﾠof	
 ﾠits	
 ﾠenclosing	
 ﾠsuperview,	
 ﾠis	
 ﾠresponsible	
 ﾠfor	
 ﾠall	
 ﾠdrawing	
 ﾠwithin	
 ﾠthat	
 ﾠregion,	
 ﾠand	
 ﾠis	
 ﾠeligible	
 ﾠ
to	
 ﾠreceive	
 ﾠmouse	
 ﾠevents	
 ﾠoccurring	
 ﾠin	
 ﾠit	
 ﾠas	
 ﾠwell.	
 ﾠ
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 ﾠCALayers	
 ﾠare	
 ﾠsimply	
 ﾠclasses	
 ﾠrepresenting	
 ﾠa	
 ﾠrectangle	
 ﾠon	
 ﾠthe	
 ﾠscreen	
 ﾠwith	
 ﾠvisual	
 ﾠcontent.	
 ﾠEvery	
 ﾠ
UIView	
 ﾠcontains	
 ﾠa	
 ﾠroot	
 ﾠlayer	
 ﾠthat	
 ﾠit	
 ﾠdraws	
 ﾠto.	
 ﾠWe	
 ﾠcan	
 ﾠadd	
 ﾠCALayers	
 ﾠas	
 ﾠsublayers	
 ﾠof	
 ﾠthis	
 ﾠroot	
 ﾠlayer	
 ﾠ
and	
 ﾠwe	
 ﾠcan	
 ﾠuse	
 ﾠthem	
 ﾠto	
 ﾠcreate	
 ﾠsome	
 ﾠneat	
 ﾠeffects.	
 ﾠThe	
 ﾠmost	
 ﾠimportant	
 ﾠaspect	
 ﾠis	
 ﾠthat	
 ﾠthey	
 ﾠare	
 ﾠ
animatable.	
 ﾠ
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 ﾠThe	
 ﾠNSView	
 ﾠclass	
 ﾠacts	
 ﾠmainly	
 ﾠas	
 ﾠan	
 ﾠabstract	
 ﾠsuperclass;	
 ﾠgenerally	
 ﾠyou	
 ﾠcreate	
 ﾠinstances	
 ﾠof	
 ﾠits	
 ﾠ
subclasses,	
 ﾠnot	
 ﾠof	
 ﾠNSView	
 ﾠitself.	
 ﾠNSView	
 ﾠprovides	
 ﾠthe	
 ﾠgeneral	
 ﾠmechanism	
 ﾠfor	
 ﾠdisplaying	
 ﾠcontent	
 ﾠ	
 ﾠ
CALayer	
 ﾠon	
 ﾠthe	
 ﾠview)	
 ﾠfor	
 ﾠeach	
 ﾠimage	
 ﾠ(we	
 ﾠcan	
 ﾠdrag	
 ﾠan	
 ﾠimage	
 ﾠfile	
 ﾠfrom	
 ﾠ
anywhere	
 ﾠto	
 ﾠthe	
 ﾠLightTable’s	
 ﾠview).	
 ﾠWe	
 ﾠthought	
 ﾠabout	
 ﾠexploiting	
 ﾠthis	
 ﾠ
mechanism	
 ﾠ to	
 ﾠ manage	
 ﾠ images	
 ﾠ and	
 ﾠ text	
 ﾠ with	
 ﾠ CALayers.	
 ﾠ In	
 ﾠ order	
 ﾠ to	
 ﾠ
make	
 ﾠ images	
 ﾠ react	
 ﾠ to	
 ﾠ user	
 ﾠ events	
 ﾠ like	
 ﾠ resizing	
 ﾠ or	
 ﾠ dragging,	
 ﾠ Core	
 ﾠ
Animation	
 ﾠ layers	
 ﾠ provide	
 ﾠ methods	
 ﾠ to	
 ﾠ be	
 ﾠ aware	
 ﾠ of	
 ﾠ mouse	
 ﾠ clicks.	
 ﾠ
Moreover,	
 ﾠCore	
 ﾠAnimation	
 ﾠis	
 ﾠa	
 ﾠvery	
 ﾠoptimized	
 ﾠframework	
 ﾠwith	
 ﾠhigh	
 ﾠ
performance.	
 ﾠHowever,	
 ﾠit	
 ﾠsoon	
 ﾠbecame	
 ﾠclear	
 ﾠthat	
 ﾠthis	
 ﾠapproach	
 ﾠwould	
 ﾠ
have	
 ﾠ created	
 ﾠ lots	
 ﾠ of	
 ﾠ problems:	
 ﾠ representing	
 ﾠ text	
 ﾠ boxes	
 ﾠ and	
 ﾠ editing	
 ﾠ
texts	
 ﾠ in	
 ﾠ a	
 ﾠ CALayer	
 ﾠ is	
 ﾠ not	
 ﾠ the	
 ﾠ simplest	
 ﾠ thing	
 ﾠ to	
 ﾠ do.	
 ﾠ Therefore	
 ﾠ we	
 ﾠ
decided	
 ﾠto	
 ﾠdiscard	
 ﾠthis	
 ﾠsolution.	
 ﾠ
2.  In	
 ﾠthe	
 ﾠsecond	
 ﾠsolution	
 ﾠwe	
 ﾠthought	
 ﾠabout	
 ﾠsubstituting	
 ﾠCore	
 ﾠAnimation	
 ﾠ
layers	
 ﾠwith	
 ﾠviews.	
 ﾠCocoa	
 ﾠprovides	
 ﾠa	
 ﾠlot	
 ﾠof	
 ﾠcustom	
 ﾠviews,	
 ﾠlike	
 ﾠbuttons,	
 ﾠ
labels,	
 ﾠ text	
 ﾠ fields,	
 ﾠ and	
 ﾠ so	
 ﾠ on.	
 ﾠ For	
 ﾠ our	
 ﾠ purposes,	
 ﾠ we	
 ﾠ found	
 ﾠ two	
 ﾠ
important	
 ﾠ views:	
 ﾠ the	
 ﾠ NSImageView,	
 ﾠ and	
 ﾠ the	
 ﾠ NSTextField.	
 ﾠ With	
 ﾠ
NSImageView	
 ﾠ we	
 ﾠ can	
 ﾠ easily	
 ﾠ add	
 ﾠ an	
 ﾠ image	
 ﾠ to	
 ﾠ a	
 ﾠ view	
 ﾠ and	
 ﾠ with	
 ﾠ
NSTextField	
 ﾠ we	
 ﾠ can	
 ﾠ add	
 ﾠ text.	
 ﾠ Moreover,	
 ﾠ since	
 ﾠ both	
 ﾠ these	
 ﾠ classes	
 ﾠ
extend	
 ﾠNSResponder
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 ﾠclass,	
 ﾠthey	
 ﾠmanage	
 ﾠmouse	
 ﾠand	
 ﾠkeyboard	
 ﾠevents	
 ﾠ
more	
 ﾠeasily	
 ﾠthan	
 ﾠCore	
 ﾠAnimation	
 ﾠlayers	
 ﾠdo.	
 ﾠThis	
 ﾠis	
 ﾠan	
 ﾠadvantage	
 ﾠfor	
 ﾠthe	
 ﾠ
programmer,	
 ﾠbut	
 ﾠusing	
 ﾠthis	
 ﾠstrategy	
 ﾠwould	
 ﾠhave	
 ﾠled	
 ﾠto	
 ﾠanother	
 ﾠfailure.	
 ﾠ
In	
 ﾠfact	
 ﾠthe	
 ﾠproblem	
 ﾠwas	
 ﾠfinding	
 ﾠa	
 ﾠway	
 ﾠto	
 ﾠmanage	
 ﾠmore	
 ﾠthan	
 ﾠone	
 ﾠof	
 ﾠ
these	
 ﾠobjects	
 ﾠat	
 ﾠthe	
 ﾠsame	
 ﾠtime.	
 ﾠIn	
 ﾠparticular,	
 ﾠin	
 ﾠmany	
 ﾠgraphical	
 ﾠeditors	
 ﾠ
we	
 ﾠ can	
 ﾠ draw	
 ﾠ with	
 ﾠ the	
 ﾠ mouse	
 ﾠ a	
 ﾠ rectangular	
 ﾠ area	
 ﾠ to	
 ﾠ allow	
 ﾠ multiple	
 ﾠ
selections	
 ﾠof	
 ﾠobjects.	
 ﾠWe	
 ﾠdid	
 ﾠnot	
 ﾠfind	
 ﾠ
an	
 ﾠeasy	
 ﾠway	
 ﾠto	
 ﾠapproach	
 ﾠthis	
 ﾠproblem	
 ﾠ
with	
 ﾠ image	
 ﾠ views	
 ﾠ and	
 ﾠ text	
 ﾠ views,	
 ﾠ
because	
 ﾠ every	
 ﾠ view	
 ﾠ manages	
 ﾠ mouse	
 ﾠ
events	
 ﾠon	
 ﾠits	
 ﾠown.	
 ﾠWhen	
 ﾠdrawing	
 ﾠthe	
 ﾠ
selection	
 ﾠ area	
 ﾠ it	
 ﾠ would	
 ﾠ have	
 ﾠ been	
 ﾠ
difficult	
 ﾠ to	
 ﾠ make	
 ﾠ the	
 ﾠ subviews	
 ﾠ
communicate	
 ﾠ each	
 ﾠ other	
 ﾠ information	
 ﾠ
about	
 ﾠ the	
 ﾠ area	
 ﾠ being	
 ﾠ drawn.	
 ﾠ
Moreover,	
 ﾠsmart	
 ﾠeditors	
 ﾠshow	
 ﾠa	
 ﾠmask	
 ﾠ
on	
 ﾠgraphic	
 ﾠobjects	
 ﾠwhen	
 ﾠthe	
 ﾠuser	
 ﾠclicks	
 ﾠ
on	
 ﾠthem,	
 ﾠto	
 ﾠcommunicate	
 ﾠhim	
 ﾠwhich	
 ﾠobjects	
 ﾠare	
 ﾠselected	
 ﾠ(see	
 ﾠfigure	
 ﾠ
6.1).	
 ﾠ We	
 ﾠ did	
 ﾠ not	
 ﾠ find	
 ﾠ an	
 ﾠ easy	
 ﾠ way	
 ﾠ to	
 ﾠ implement	
 ﾠ this	
 ﾠ feature:	
 ﾠ we	
 ﾠ
thought	
 ﾠabout	
 ﾠadding	
 ﾠanother	
 ﾠcustom	
 ﾠview	
 ﾠrepresenting	
 ﾠthe	
 ﾠselection	
 ﾠ
mask	
 ﾠwhenever	
 ﾠthe	
 ﾠuser	
 ﾠclicked	
 ﾠon	
 ﾠa	
 ﾠgraphical	
 ﾠobject,	
 ﾠbut	
 ﾠthe	
 ﾠproblem	
 ﾠ
was	
 ﾠhow	
 ﾠto	
 ﾠdraw	
 ﾠthe	
 ﾠselection	
 ﾠhandles	
 ﾠinside	
 ﾠthe	
 ﾠoverlapped	
 ﾠcustom	
 ﾠ
view	
 ﾠand	
 ﾠwithout	
 ﾠhiding	
 ﾠimage	
 ﾠor	
 ﾠtext.	
 ﾠ	
 ﾠ
3.  The	
 ﾠthird	
 ﾠsolution	
 ﾠis	
 ﾠbasically	
 ﾠmanaging	
 ﾠall	
 ﾠthe	
 ﾠgraphic	
 ﾠobjects	
 ﾠwith	
 ﾠ
custom	
 ﾠ drawing.	
 ﾠ In	
 ﾠ other	
 ﾠ words	
 ﾠ this	
 ﾠ means	
 ﾠ that	
 ﾠ everything	
 ﾠ in	
 ﾠ the	
 ﾠ
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on	
 ﾠthe	
 ﾠscreen	
 ﾠand	
 ﾠfor	
 ﾠhandling	
 ﾠmouse	
 ﾠand	
 ﾠkeyboard	
 ﾠevents,	
 ﾠbut	
 ﾠits	
 ﾠinstances	
 ﾠlack	
 ﾠthe	
 ﾠability	
 ﾠto	
 ﾠ
actually	
 ﾠ draw	
 ﾠ anything.	
 ﾠ If	
 ﾠ the	
 ﾠ application	
 ﾠ needs	
 ﾠ to	
 ﾠ display	
 ﾠ content	
 ﾠ or	
 ﾠ handle	
 ﾠ mouse	
 ﾠ and	
 ﾠ
keyboard	
 ﾠevents	
 ﾠin	
 ﾠa	
 ﾠspecific	
 ﾠmanner,	
 ﾠwe	
 ﾠwill	
 ﾠneed	
 ﾠto	
 ﾠcreate	
 ﾠa	
 ﾠcustom	
 ﾠsubclass	
 ﾠof	
 ﾠNSView.	
 ﾠ
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 ﾠNSResponder	
 ﾠis	
 ﾠthe	
 ﾠbase	
 ﾠclass	
 ﾠused	
 ﾠto	
 ﾠhandle	
 ﾠevents,	
 ﾠand	
 ﾠin	
 ﾠparticular	
 ﾠkeyboard	
 ﾠand	
 ﾠmouse	
 ﾠ
events	
 ﾠ
FIGURE	
 ﾠ6.1	
 ﾠ-ﾭ‐	
 ﾠEXAMPLE	
 ﾠOF	
 ﾠ
OBJECT	
 ﾠWITH	
 ﾠSELECTION	
 ﾠ
MASK	
 ﾠ	
 ﾠ 	
 ﾠ
	
 ﾠ
	
 ﾠ
custom	
 ﾠ NSView	
 ﾠ is	
 ﾠ drawn	
 ﾠ with	
 ﾠ AppKit
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 ﾠframework	
 ﾠ resources.	
 ﾠ This	
 ﾠ
strategy	
 ﾠis	
 ﾠdifferent	
 ﾠfrom	
 ﾠthe	
 ﾠprevious	
 ﾠones,	
 ﾠbecause	
 ﾠwe	
 ﾠdo	
 ﾠnot	
 ﾠadd	
 ﾠ
objects	
 ﾠto	
 ﾠour	
 ﾠbasic	
 ﾠcustom	
 ﾠview	
 ﾠ(like	
 ﾠCALayer	
 ﾠor	
 ﾠsubviews),	
 ﾠbut	
 ﾠwe	
 ﾠ
draw	
 ﾠ objects	
 ﾠ that	
 ﾠ have	
 ﾠ to	
 ﾠ be	
 ﾠ displayed	
 ﾠ directly	
 ﾠ using	
 ﾠ the	
 ﾠ drawing	
 ﾠ
method	
 ﾠdrawRect:
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 ﾠof	
 ﾠNSView.	
 ﾠIn	
 ﾠorder	
 ﾠto	
 ﾠdo	
 ﾠthis,	
 ﾠwe	
 ﾠgot	
 ﾠideas	
 ﾠfrom	
 ﾠ
Sketch,	
 ﾠan	
 ﾠApple	
 ﾠexample	
 ﾠapplication	
 ﾠthat	
 ﾠpermits	
 ﾠdrawing	
 ﾠgeometric	
 ﾠ
shapes	
 ﾠsuch	
 ﾠas	
 ﾠlines,	
 ﾠcircles,	
 ﾠovals,	
 ﾠbut	
 ﾠalso	
 ﾠtexts.	
 ﾠIt	
 ﾠalso	
 ﾠlets	
 ﾠthe	
 ﾠuser	
 ﾠ
dragging	
 ﾠimages	
 ﾠin	
 ﾠthe	
 ﾠcanvas	
 ﾠfrom	
 ﾠelsewhere.	
 ﾠUsing	
 ﾠthis	
 ﾠsolution	
 ﾠwe	
 ﾠ
managed	
 ﾠto	
 ﾠplan	
 ﾠand	
 ﾠdesign	
 ﾠall	
 ﾠthe	
 ﾠfeatures	
 ﾠlisted	
 ﾠbefore.	
 ﾠ
6.3.1  MODEL	
 ﾠ
After	
 ﾠdeciding	
 ﾠwhich	
 ﾠpattern	
 ﾠto	
 ﾠuse	
 ﾠin	
 ﾠorder	
 ﾠto	
 ﾠconstruct	
 ﾠthe	
 ﾠapplication,	
 ﾠwe	
 ﾠ
went	
 ﾠto	
 ﾠthe	
 ﾠreal	
 ﾠdesign	
 ﾠphase,	
 ﾠand	
 ﾠwe	
 ﾠstarted	
 ﾠfrom	
 ﾠthe	
 ﾠapplication	
 ﾠmodel.	
 ﾠ	
 ﾠ
Since	
 ﾠthe	
 ﾠcanvas	
 ﾠwould	
 ﾠhave	
 ﾠhad	
 ﾠa	
 ﾠcustom	
 ﾠview	
 ﾠ(subclass	
 ﾠof	
 ﾠNSView)	
 ﾠto	
 ﾠdraw	
 ﾠ
all	
 ﾠof	
 ﾠits	
 ﾠcontents,	
 ﾠwe	
 ﾠneeded	
 ﾠto	
 ﾠfind	
 ﾠa	
 ﾠway	
 ﾠto	
 ﾠrepresent	
 ﾠobjects	
 ﾠto	
 ﾠdraw.	
 ﾠ
Moreover,	
 ﾠwe	
 ﾠhad	
 ﾠalso	
 ﾠto	
 ﾠstore	
 ﾠand	
 ﾠkeep	
 ﾠtrack	
 ﾠof	
 ﾠthe	
 ﾠproperties	
 ﾠof	
 ﾠthe	
 ﾠobjects	
 ﾠ
to	
 ﾠdraw.	
 ﾠTherefore	
 ﾠwe	
 ﾠdecided	
 ﾠto	
 ﾠconstruct	
 ﾠa	
 ﾠset	
 ﾠof	
 ﾠclasses	
 ﾠto	
 ﾠrepresent	
 ﾠthe	
 ﾠ
objects	
 ﾠto	
 ﾠbe	
 ﾠdrawn	
 ﾠand	
 ﾠto	
 ﾠstore	
 ﾠtheir	
 ﾠproperties,	
 ﾠlike	
 ﾠposition,	
 ﾠdimensions,	
 ﾠ
name,	
 ﾠand	
 ﾠstuff	
 ﾠlike	
 ﾠthat.	
 ﾠWe	
 ﾠorganized	
 ﾠthese	
 ﾠobjects	
 ﾠin	
 ﾠa	
 ﾠhierarchical	
 ﾠmode,	
 ﾠ
designing	
 ﾠa	
 ﾠbase	
 ﾠclass	
 ﾠto	
 ﾠhold	
 ﾠcommon	
 ﾠproperties	
 ﾠof	
 ﾠevery	
 ﾠkind	
 ﾠof	
 ﾠobject,	
 ﾠand	
 ﾠ
then	
 ﾠsome	
 ﾠother	
 ﾠsubclasses	
 ﾠto	
 ﾠrepresent	
 ﾠthe	
 ﾠspecific	
 ﾠproperties	
 ﾠof	
 ﾠthe	
 ﾠseveral	
 ﾠ
objects	
 ﾠthat	
 ﾠwould	
 ﾠbe	
 ﾠrendered	
 ﾠin	
 ﾠthe	
 ﾠcanvas.	
 ﾠThese	
 ﾠclasses	
 ﾠmust	
 ﾠalso	
 ﾠprovide	
 ﾠ
logic	
 ﾠfor	
 ﾠdrawing	
 ﾠthe	
 ﾠobject	
 ﾠthey	
 ﾠrepresent.	
 ﾠAlthough	
 ﾠthis	
 ﾠfeature	
 ﾠcould	
 ﾠseem	
 ﾠ
wrong	
 ﾠ(model	
 ﾠobjects	
 ﾠshould	
 ﾠnot	
 ﾠdeal	
 ﾠwith	
 ﾠviews	
 ﾠat	
 ﾠall),	
 ﾠthis	
 ﾠis	
 ﾠquite	
 ﾠMVC	
 ﾠ
compliant:	
 ﾠour	
 ﾠapplication	
 ﾠis	
 ﾠstrongly	
 ﾠoriented	
 ﾠto	
 ﾠgraphic	
 ﾠdrawing,	
 ﾠand	
 ﾠin	
 ﾠthis	
 ﾠ
case	
 ﾠ our	
 ﾠ data	
 ﾠ (model	
 ﾠ part	
 ﾠ of	
 ﾠ the	
 ﾠ application)	
 ﾠ is	
 ﾠ represented	
 ﾠ by	
 ﾠ position,	
 ﾠ
dimensions	
 ﾠof	
 ﾠobjects,	
 ﾠtexts	
 ﾠshown	
 ﾠin	
 ﾠthe	
 ﾠview	
 ﾠand	
 ﾠstuff	
 ﾠlike	
 ﾠthat.	
 ﾠSince	
 ﾠwe	
 ﾠ
have	
 ﾠto	
 ﾠrepresent	
 ﾠonly	
 ﾠimages	
 ﾠand	
 ﾠtexts,	
 ﾠwe	
 ﾠdesigned	
 ﾠthe	
 ﾠfollowing	
 ﾠclasses:	
 ﾠ
•  ALTGraphic:	
 ﾠ this	
 ﾠ is	
 ﾠ the	
 ﾠ base	
 ﾠ class;	
 ﾠ it	
 ﾠ must	
 ﾠ hold	
 ﾠ information	
 ﾠ about	
 ﾠ
position	
 ﾠ and	
 ﾠ dimensions.	
 ﾠ It	
 ﾠ must	
 ﾠ provide	
 ﾠ logic	
 ﾠ to	
 ﾠ draw	
 ﾠ selection	
 ﾠ
handles	
 ﾠon	
 ﾠthe	
 ﾠobject	
 ﾠas	
 ﾠwell;	
 ﾠit	
 ﾠwill	
 ﾠalso	
 ﾠdeclare	
 ﾠmethods	
 ﾠto	
 ﾠdraw	
 ﾠits	
 ﾠ
contents	
 ﾠin	
 ﾠthe	
 ﾠview,	
 ﾠbut	
 ﾠwe	
 ﾠdelegated	
 ﾠthese	
 ﾠactions	
 ﾠto	
 ﾠthe	
 ﾠsubclasses.	
 ﾠ
Remembering	
 ﾠthat	
 ﾠthe	
 ﾠfinal	
 ﾠgoal	
 ﾠof	
 ﾠthe	
 ﾠeditor	
 ﾠis	
 ﾠgenerating	
 ﾠa	
 ﾠproperty	
 ﾠ
list	
 ﾠto	
 ﾠdeliver	
 ﾠto	
 ﾠAppKid,	
 ﾠthis	
 ﾠclass	
 ﾠhas	
 ﾠalso	
 ﾠto	
 ﾠprovide	
 ﾠlogic	
 ﾠto	
 ﾠtranslate	
 ﾠ
its	
 ﾠproperties	
 ﾠin	
 ﾠa	
 ﾠproperty	
 ﾠlist	
 ﾠrepresentation.	
 ﾠ
•  ALTText:	
 ﾠthis	
 ﾠclass	
 ﾠextends	
 ﾠALTGraphic	
 ﾠand	
 ﾠmust	
 ﾠprovide	
 ﾠproperties	
 ﾠto	
 ﾠ
hold	
 ﾠinformation	
 ﾠabout	
 ﾠthe	
 ﾠtext	
 ﾠthat	
 ﾠit	
 ﾠrepresents.	
 ﾠMoreover,	
 ﾠALTText	
 ﾠ
class	
 ﾠ must	
 ﾠ provide	
 ﾠ logic	
 ﾠ to	
 ﾠ edit	
 ﾠ text	
 ﾠ it	
 ﾠ represents	
 ﾠ using	
 ﾠ keyboard	
 ﾠ
events.	
 ﾠObviously	
 ﾠthis	
 ﾠsubclass	
 ﾠwill	
 ﾠhave	
 ﾠto	
 ﾠimplement	
 ﾠlogic	
 ﾠto	
 ﾠconvert	
 ﾠ
its	
 ﾠ properties	
 ﾠ (first	
 ﾠ of	
 ﾠ all	
 ﾠ its	
 ﾠ text	
 ﾠ contents)	
 ﾠ in	
 ﾠ a	
 ﾠ property	
 ﾠ list	
 ﾠ
representation.	
 ﾠ	
 ﾠ
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 ﾠThe	
 ﾠAppKit	
 ﾠframework	
 ﾠis	
 ﾠa	
 ﾠset	
 ﾠof	
 ﾠclasses,	
 ﾠfirst	
 ﾠdeveloped	
 ﾠby	
 ﾠNeXT	
 ﾠComputer,	
 ﾠand	
 ﾠnow	
 ﾠby	
 ﾠ
AppleComputer,	
 ﾠfor	
 ﾠrapidly	
 ﾠdeveloping	
 ﾠapplications.	
 ﾠThe	
 ﾠmajority	
 ﾠof	
 ﾠAppKit	
 ﾠclasses	
 ﾠdeal	
 ﾠwith	
 ﾠ
user	
 ﾠinterface	
 ﾠelements,	
 ﾠsuch	
 ﾠas	
 ﾠwindows,	
 ﾠbuttons,	
 ﾠand	
 ﾠmenus.	
 ﾠ
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 ﾠFor	
 ﾠmore	
 ﾠdetails	
 ﾠabout	
 ﾠcustom	
 ﾠdrawing	
 ﾠin	
 ﾠCocoa,	
 ﾠsee	
 ﾠAppendix.	
 ﾠ	
 ﾠ
•  ALTImage:	
 ﾠ this	
 ﾠ class	
 ﾠ extends	
 ﾠ ALTGraphic	
 ﾠ and	
 ﾠ represents	
 ﾠ an	
 ﾠ image.	
 ﾠ
Therefore	
 ﾠit	
 ﾠmust	
 ﾠprovide	
 ﾠa	
 ﾠproperty	
 ﾠto	
 ﾠhold	
 ﾠthe	
 ﾠimage	
 ﾠit	
 ﾠrepresents.	
 ﾠIt	
 ﾠ
will	
 ﾠalso	
 ﾠprovide	
 ﾠlogic	
 ﾠto	
 ﾠdraw	
 ﾠthe	
 ﾠimage	
 ﾠin	
 ﾠthe	
 ﾠview	
 ﾠand	
 ﾠto	
 ﾠconvert	
 ﾠ
itself	
 ﾠinto	
 ﾠa	
 ﾠproperty	
 ﾠlist	
 ﾠrepresentation.	
 ﾠ
6.3.2  VIEW	
 ﾠ
In	
 ﾠthis	
 ﾠphase	
 ﾠwe	
 ﾠisolated	
 ﾠthe	
 ﾠmajor	
 ﾠfeatures	
 ﾠthe	
 ﾠGUI	
 ﾠshould	
 ﾠhave:	
 ﾠ
•  A	
 ﾠsubview	
 ﾠrepresenting	
 ﾠthe	
 ﾠcurrent	
 ﾠpage	
 ﾠof	
 ﾠthe	
 ﾠbook	
 ﾠto	
 ﾠcreate	
 ﾠ(the	
 ﾠso-ﾭ‐
called	
 ﾠcanvas),	
 ﾠand	
 ﾠthe	
 ﾠspace	
 ﾠaround	
 ﾠit.	
 ﾠIn	
 ﾠthe	
 ﾠinteractive	
 ﾠbook	
 ﾠin	
 ﾠthe	
 ﾠ
iPad	
 ﾠthere	
 ﾠcould	
 ﾠbe	
 ﾠobjectS	
 ﾠnot	
 ﾠimmediately	
 ﾠvisibile	
 ﾠbecause	
 ﾠthey	
 ﾠhave	
 ﾠ
coordinates	
 ﾠthat	
 ﾠplace	
 ﾠthemselves	
 ﾠoutside	
 ﾠthe	
 ﾠscreen.	
 ﾠWe	
 ﾠhave	
 ﾠto	
 ﾠbe	
 ﾠ
able	
 ﾠto	
 ﾠdo	
 ﾠthis	
 ﾠalso	
 ﾠwith	
 ﾠour	
 ﾠeditor.	
 ﾠ
•  Buttons	
 ﾠto	
 ﾠadd	
 ﾠimages.	
 ﾠ
•  Buttons	
 ﾠto	
 ﾠadd	
 ﾠtexts.	
 ﾠ
•  Buttons	
 ﾠto	
 ﾠadd	
 ﾠmovies.	
 ﾠ
•  Buttons	
 ﾠto	
 ﾠadd	
 ﾠand	
 ﾠremove	
 ﾠpages	
 ﾠand	
 ﾠto	
 ﾠnavigate	
 ﾠacross	
 ﾠthem.	
 ﾠ
•  Removing	
 ﾠobjects.	
 ﾠ
•  An	
 ﾠinspector	
 ﾠto	
 ﾠmanage	
 ﾠpositions	
 ﾠand	
 ﾠdimensions	
 ﾠof	
 ﾠobjects	
 ﾠin	
 ﾠthe	
 ﾠ
page	
 ﾠview.	
 ﾠ
•  An	
 ﾠinspector	
 ﾠto	
 ﾠdecide	
 ﾠwhich	
 ﾠproperties	
 ﾠto	
 ﾠanimate	
 ﾠabout	
 ﾠa	
 ﾠparticular	
 ﾠ
object.	
 ﾠ
•  An	
 ﾠinspector	
 ﾠto	
 ﾠdecide	
 ﾠif	
 ﾠan	
 ﾠobject	
 ﾠis	
 ﾠdraggable	
 ﾠand	
 ﾠthe	
 ﾠdrag	
 ﾠarea.	
 ﾠ
•  Drag	
 ﾠof	
 ﾠobjects	
 ﾠaround	
 ﾠthe	
 ﾠpage	
 ﾠview	
 ﾠwith	
 ﾠthe	
 ﾠmouse	
 ﾠ((to	
 ﾠdecide	
 ﾠtheir	
 ﾠ
future	
 ﾠlocation	
 ﾠin	
 ﾠthe	
 ﾠbook	
 ﾠpage).	
 ﾠ
•  Live	
 ﾠsizing	
 ﾠof	
 ﾠobjects	
 ﾠin	
 ﾠthe	
 ﾠpage	
 ﾠview	
 ﾠwith	
 ﾠthe	
 ﾠmouse.	
 ﾠ
•  Multiple	
 ﾠselections	
 ﾠof	
 ﾠobjects	
 ﾠin	
 ﾠthe	
 ﾠpage	
 ﾠview.	
 ﾠ
•  Zooming	
 ﾠon	
 ﾠthe	
 ﾠcanvas.	
 ﾠ
In	
 ﾠthe	
 ﾠfollowing	
 ﾠpicture	
 ﾠwe	
 ﾠcan	
 ﾠsee	
 ﾠthe	
 ﾠconcept	
 ﾠof	
 ﾠthe	
 ﾠdocument	
 ﾠediting	
 ﾠview:	
 ﾠ	
 ﾠ	
 ﾠ 	
 ﾠ
	
 ﾠ
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 ﾠ
FIGURE	
 ﾠ6.2	
 ﾠ-ﾭ‐	
 ﾠCONCEPT	
 ﾠOF	
 ﾠDOCUMENT	
 ﾠVIEW	
 ﾠ
In	
 ﾠthe	
 ﾠright	
 ﾠcolumn	
 ﾠwe	
 ﾠplaced	
 ﾠtools	
 ﾠto	
 ﾠadd	
 ﾠelements,	
 ﾠinspectors	
 ﾠto	
 ﾠcontrol	
 ﾠ
position,	
 ﾠdimensions,	
 ﾠand	
 ﾠanimated	
 ﾠproperties	
 ﾠof	
 ﾠeach	
 ﾠobject.	
 ﾠWe	
 ﾠalso	
 ﾠplaced	
 ﾠ
a	
 ﾠcheck	
 ﾠbox	
 ﾠto	
 ﾠdistinguish	
 ﾠif	
 ﾠan	
 ﾠobject	
 ﾠis	
 ﾠdraggable	
 ﾠor	
 ﾠnot.	
 ﾠWe	
 ﾠcan	
 ﾠsee	
 ﾠthe	
 ﾠscroll	
 ﾠ
view	
 ﾠwith	
 ﾠthe	
 ﾠwhite	
 ﾠcanvas	
 ﾠrepresenting	
 ﾠthe	
 ﾠscreen	
 ﾠof	
 ﾠthe	
 ﾠiPad	
 ﾠinside	
 ﾠ(with	
 ﾠ
dimensions	
 ﾠ1024x768).	
 ﾠThe	
 ﾠgrey	
 ﾠarea	
 ﾠrepresents	
 ﾠthe	
 ﾠzone	
 ﾠaround	
 ﾠthe	
 ﾠscreen	
 ﾠ
and	
 ﾠits	
 ﾠdimensions	
 ﾠare	
 ﾠ3072x2304	
 ﾠ(three	
 ﾠtimes	
 ﾠthe	
 ﾠdimension	
 ﾠof	
 ﾠthe	
 ﾠcanvas).	
 ﾠ
Here	
 ﾠwe	
 ﾠcan	
 ﾠplace	
 ﾠobjects	
 ﾠthat	
 ﾠwill	
 ﾠbe	
 ﾠsituated	
 ﾠoutside	
 ﾠthe	
 ﾠscreen	
 ﾠof	
 ﾠthe	
 ﾠiPad	
 ﾠ
during	
 ﾠthe	
 ﾠexecution	
 ﾠof	
 ﾠthe	
 ﾠinteractive	
 ﾠbook.	
 ﾠThe	
 ﾠwhite	
 ﾠcanvas	
 ﾠwith	
 ﾠthe	
 ﾠgrey	
 ﾠ
area	
 ﾠaround	
 ﾠwill	
 ﾠbe	
 ﾠan	
 ﾠinstance	
 ﾠof	
 ﾠthe	
 ﾠcustom	
 ﾠview	
 ﾠclass	
 ﾠALTEditorView	
 ﾠand	
 ﾠ
will	
 ﾠ be	
 ﾠ set	
 ﾠ as	
 ﾠ subview	
 ﾠ of	
 ﾠ the	
 ﾠ scroll	
 ﾠ view.	
 ﾠ This	
 ﾠ special	
 ﾠ view	
 ﾠ will	
 ﾠrender	
 ﾠ the	
 ﾠ
graphic	
 ﾠ objects	
 ﾠ on	
 ﾠ the	
 ﾠ screen	
 ﾠ querying	
 ﾠ them	
 ﾠ from	
 ﾠ the	
 ﾠ model	
 ﾠ layer	
 ﾠ of	
 ﾠ the	
 ﾠ
application.	
 ﾠIn	
 ﾠaddition	
 ﾠthis	
 ﾠclass	
 ﾠis	
 ﾠdesigned	
 ﾠto	
 ﾠrespond	
 ﾠto	
 ﾠand	
 ﾠmanage	
 ﾠmouse	
 ﾠ
and	
 ﾠkeyboard	
 ﾠevents.	
 ﾠNote	
 ﾠthat	
 ﾠthis	
 ﾠis	
 ﾠonly	
 ﾠthe	
 ﾠdesign	
 ﾠof	
 ﾠthe	
 ﾠGUI.	
 ﾠWe	
 ﾠdid	
 ﾠnot	
 ﾠ
manage	
 ﾠto	
 ﾠimplement	
 ﾠall	
 ﾠof	
 ﾠthese	
 ﾠfeatures.	
 ﾠWe	
 ﾠwill	
 ﾠsee	
 ﾠin	
 ﾠ6.4	
 ﾠwhat	
 ﾠwe	
 ﾠactually	
 ﾠ
implemented.	
 ﾠ	
 ﾠ
RENDERING	
 ﾠCONTENTS	
 ﾠIN	
 ﾠTHE	
 ﾠVIEW	
 ﾠ
As	
 ﾠ we	
 ﾠ said	
 ﾠ before,	
 ﾠ the	
 ﾠ pattern	
 ﾠ used	
 ﾠ for	
 ﾠ displaying	
 ﾠ graphical	
 ﾠ objects	
 ﾠ is	
 ﾠ not	
 ﾠ
based	
 ﾠon	
 ﾠadding	
 ﾠobjects	
 ﾠ(like	
 ﾠCore	
 ﾠAnimation	
 ﾠLayers	
 ﾠor	
 ﾠNSViews),	
 ﾠbut	
 ﾠrather	
 ﾠ
on	
 ﾠdrawing	
 ﾠthem	
 ﾠusing	
 ﾠtheir	
 ﾠproperties.	
 ﾠThis	
 ﾠmeans	
 ﾠthat	
 ﾠin	
 ﾠorder	
 ﾠto	
 ﾠdisplay	
 ﾠan	
 ﾠ
image	
 ﾠin	
 ﾠthe	
 ﾠwhite	
 ﾠcanvas	
 ﾠwe	
 ﾠdo	
 ﾠnot	
 ﾠhave	
 ﾠto	
 ﾠcreate	
 ﾠan	
 ﾠNSImageView	
 ﾠand	
 ﾠthen	
 ﾠ
add	
 ﾠ it	
 ﾠ as	
 ﾠ a	
 ﾠ subview	
 ﾠ of	
 ﾠ the	
 ﾠ ALTEditorView.	
 ﾠ This	
 ﾠ would	
 ﾠ not	
 ﾠ give	
 ﾠ us	
 ﾠ enough	
 ﾠ
freedom	
 ﾠto	
 ﾠimplement	
 ﾠall	
 ﾠthe	
 ﾠfeatures	
 ﾠdescribe	
 ﾠabove.	
 ﾠThe	
 ﾠidea	
 ﾠis	
 ﾠto	
 ﾠkeep	
 ﾠa	
 ﾠlist	
 ﾠ
of	
 ﾠ graphic	
 ﾠ objects	
 ﾠ currently	
 ﾠ rendered	
 ﾠ in	
 ﾠ the	
 ﾠ canvas	
 ﾠ (the	
 ﾠ model	
 ﾠ of	
 ﾠ the	
 ﾠ
application)	
 ﾠ in	
 ﾠ the	
 ﾠ controller	
 ﾠ tier	
 ﾠ of	
 ﾠ the	
 ﾠ application	
 ﾠ and	
 ﾠ to	
 ﾠ query	
 ﾠ this	
 ﾠ list	
 ﾠ	
 ﾠ
whenever	
 ﾠthe	
 ﾠview	
 ﾠneeds	
 ﾠto	
 ﾠbe	
 ﾠupdated.	
 ﾠThis	
 ﾠpattern	
 ﾠis	
 ﾠvery	
 ﾠpowerful:	
 ﾠthe	
 ﾠ
view	
 ﾠhas	
 ﾠno	
 ﾠknowledge	
 ﾠof	
 ﾠthe	
 ﾠobjects	
 ﾠit	
 ﾠis	
 ﾠdisplaying	
 ﾠand	
 ﾠit	
 ﾠdelegates	
 ﾠtheir	
 ﾠ
maintenance	
 ﾠto	
 ﾠthe	
 ﾠcontroller.	
 ﾠThis	
 ﾠis	
 ﾠperfectly	
 ﾠMVC	
 ﾠcompliant,	
 ﾠand	
 ﾠallows	
 ﾠ
keeping	
 ﾠthe	
 ﾠseveral	
 ﾠcomponents	
 ﾠof	
 ﾠthe	
 ﾠapplications	
 ﾠseparated,	
 ﾠleading	
 ﾠto	
 ﾠthe	
 ﾠ
advantages	
 ﾠseen	
 ﾠin	
 ﾠ3.2.3.	
 ﾠThus,	
 ﾠwe	
 ﾠdesigned	
 ﾠan	
 ﾠalgorithm	
 ﾠto	
 ﾠdraw	
 ﾠthe	
 ﾠcontents	
 ﾠ
of	
 ﾠthe	
 ﾠALTEditorView	
 ﾠ(i.e.	
 ﾠthe	
 ﾠwhite	
 ﾠcanvas	
 ﾠwith	
 ﾠthe	
 ﾠgrey	
 ﾠarea	
 ﾠaround	
 ﾠit):	
 ﾠ
ALGORITHM	
 ﾠ6.1	
 ﾠ-ﾭ‐	
 ﾠRENDERING	
 ﾠCONTENTS	
 ﾠIN	
 ﾠALTEDITORVIEW	
 ﾠ
The	
 ﾠalgorithm	
 ﾠstarts	
 ﾠretrieving	
 ﾠthe	
 ﾠlist	
 ﾠof	
 ﾠobjects	
 ﾠto	
 ﾠbe	
 ﾠrendered.	
 ﾠAfter	
 ﾠthat	
 ﾠit	
 ﾠ
scans	
 ﾠthe	
 ﾠlist	
 ﾠand	
 ﾠit	
 ﾠsimply	
 ﾠdraws	
 ﾠthe	
 ﾠcurrent	
 ﾠobject;	
 ﾠif	
 ﾠthe	
 ﾠcurrent	
 ﾠobject	
 ﾠis	
 ﾠ
selected,	
 ﾠthen	
 ﾠit	
 ﾠwill	
 ﾠbe	
 ﾠrendered	
 ﾠwith	
 ﾠthe	
 ﾠselection	
 ﾠmask	
 ﾠseen	
 ﾠin	
 ﾠfigure	
 ﾠ6.1.	
 ﾠ
HANDLING	
 ﾠMOUSE	
 ﾠEVENTS	
 ﾠ
Another	
 ﾠinteresting	
 ﾠproblem	
 ﾠfor	
 ﾠthe	
 ﾠALTEditorView	
 ﾠclass	
 ﾠis	
 ﾠhandling	
 ﾠmouse	
 ﾠ
and	
 ﾠkeyboard	
 ﾠevents	
 ﾠin	
 ﾠorder	
 ﾠto	
 ﾠmanage	
 ﾠselections,	
 ﾠobjects	
 ﾠdragging,	
 ﾠobjects	
 ﾠ
resizing	
 ﾠ and	
 ﾠ text	
 ﾠ editing.	
 ﾠ The	
 ﾠ algorithm	
 ﾠ must	
 ﾠ be	
 ﾠ able	
 ﾠ to	
 ﾠ manage	
 ﾠ all	
 ﾠ the	
 ﾠ
possible	
 ﾠsituations	
 ﾠgiven	
 ﾠby	
 ﾠthe	
 ﾠdifferent	
 ﾠtypes	
 ﾠof	
 ﾠmouse	
 ﾠand	
 ﾠkeyboard	
 ﾠevents	
 ﾠ
sent	
 ﾠto	
 ﾠthe	
 ﾠALTEditorView.	
 ﾠThe	
 ﾠfollowing	
 ﾠpseudocode	
 ﾠillustrates	
 ﾠthe	
 ﾠalgorithm,	
 ﾠ
assuming	
 ﾠ that	
 ﾠ it	
 ﾠ receives	
 ﾠ an	
 ﾠ event	
 ﾠ when	
 ﾠ the	
 ﾠ user	
 ﾠ clicks	
 ﾠ somewere	
 ﾠ in	
 ﾠ the	
 ﾠ
graphic	
 ﾠview.	
 ﾠ
Page 1 of 1
Algorithm1 26/02/12 18.23
start;
graphics[] <- get graphic objects array from the controller;
for (i <- 0, i < graphics.size, i++) {
current_graphics <- graphics[i];
if (current_graphics.isSelected) {
        draw graphics in the view with selection handles;
    } else {
        draw graphics in the view without selection handles;
    }
}
end;	
 ﾠ 	
 ﾠ
	
 ﾠ
	
 ﾠ
ALGORITHM	
 ﾠ6.2	
 ﾠ–	
 ﾠALGORITHM	
 ﾠUSED	
 ﾠTO	
 ﾠMANAGE	
 ﾠMOUSE	
 ﾠAND	
 ﾠKEYBOARD	
 ﾠINPUT	
 ﾠ
The	
 ﾠalgorithm	
 ﾠstarts	
 ﾠinitializing	
 ﾠsome	
 ﾠBoolean	
 ﾠvariables	
 ﾠthat	
 ﾠwill	
 ﾠbe	
 ﾠused	
 ﾠto	
 ﾠ
distinguish	
 ﾠwhat	
 ﾠkind	
 ﾠof	
 ﾠaction	
 ﾠis	
 ﾠgoing	
 ﾠto	
 ﾠbe	
 ﾠtaken	
 ﾠin	
 ﾠresponse	
 ﾠto	
 ﾠthe	
 ﾠuser	
 ﾠ
click.	
 ﾠIf	
 ﾠthe	
 ﾠnumber	
 ﾠof	
 ﾠclicks	
 ﾠof	
 ﾠthe	
 ﾠuser	
 ﾠis	
 ﾠmore	
 ﾠthan	
 ﾠ1,	
 ﾠthen	
 ﾠthis	
 ﾠmeans	
 ﾠthat	
 ﾠhe	
 ﾠ
wants	
 ﾠto	
 ﾠedit	
 ﾠsomething.	
 ﾠThe	
 ﾠonly	
 ﾠeditable	
 ﾠobject	
 ﾠis	
 ﾠtext,	
 ﾠso	
 ﾠthe	
 ﾠalgorithm	
 ﾠ
retrieves	
 ﾠthe	
 ﾠgraphic	
 ﾠobject	
 ﾠunder	
 ﾠthe	
 ﾠclick	
 ﾠlocation	
 ﾠ(if	
 ﾠthere	
 ﾠis	
 ﾠone)	
 ﾠand	
 ﾠit	
 ﾠ
checks	
 ﾠif	
 ﾠthe	
 ﾠobject	
 ﾠis	
 ﾠa	
 ﾠtext.	
 ﾠIn	
 ﾠthis	
 ﾠcase	
 ﾠit	
 ﾠstarts	
 ﾠa	
 ﾠprocedure	
 ﾠto	
 ﾠedit	
 ﾠtext	
 ﾠusing	
 ﾠ
keyboard	
 ﾠ events.	
 ﾠ Conversely,	
 ﾠ if	
 ﾠ the	
 ﾠ number	
 ﾠ of	
 ﾠ clicks	
 ﾠ is	
 ﾠ equal	
 ﾠ to	
 ﾠ one,	
 ﾠ the	
 ﾠ
algorithm	
 ﾠretrieves	
 ﾠthe	
 ﾠgraphic	
 ﾠunder	
 ﾠthe	
 ﾠclick	
 ﾠlocation	
 ﾠ(if	
 ﾠthere	
 ﾠis	
 ﾠone)	
 ﾠand	
 ﾠ
manages	
 ﾠdifferent	
 ﾠscenarios:	
 ﾠ
•  If	
 ﾠthere	
 ﾠis	
 ﾠa	
 ﾠgraphic	
 ﾠand	
 ﾠthe	
 ﾠuser	
 ﾠclicked	
 ﾠon	
 ﾠa	
 ﾠhandle,	
 ﾠthis	
 ﾠmeans	
 ﾠthat	
 ﾠ
the	
 ﾠ graphic	
 ﾠ has	
 ﾠ been	
 ﾠ already	
 ﾠ selected.	
 ﾠ In	
 ﾠ this	
 ﾠ case	
 ﾠ the	
 ﾠ Boolean	
 ﾠ
variable	
 ﾠcorresponding	
 ﾠto	
 ﾠa	
 ﾠresize	
 ﾠaction	
 ﾠis	
 ﾠset	
 ﾠto	
 ﾠTRUE.	
 ﾠ
•  If	
 ﾠthe	
 ﾠclick	
 ﾠhappened	
 ﾠwith	
 ﾠa	
 ﾠshift	
 ﾠkey	
 ﾠpressed,	
 ﾠthen	
 ﾠthe	
 ﾠuser	
 ﾠis	
 ﾠtrying	
 ﾠto	
 ﾠ
add	
 ﾠor	
 ﾠremove	
 ﾠan	
 ﾠobject	
 ﾠfrom	
 ﾠthe	
 ﾠset	
 ﾠof	
 ﾠcurrent	
 ﾠselected	
 ﾠobjects:	
 ﾠ
o  If	
 ﾠthe	
 ﾠuser	
 ﾠclicked	
 ﾠon	
 ﾠa	
 ﾠselected	
 ﾠobject,	
 ﾠthen	
 ﾠthis	
 ﾠis	
 ﾠdeselected,	
 ﾠ
and	
 ﾠthe	
 ﾠcorresponding	
 ﾠvariable	
 ﾠis	
 ﾠset	
 ﾠto	
 ﾠFALSE;	
 ﾠ
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start;
selection <- NULL;
clickedGraphicIsSelected = FALSE;
editingGraphic = FALSE;
clickedOnHandle = FALSE;
movingGraphics = FALSE;
marqueeSelect = FALSE;
if (event.type == MOUSE_EVENT) {
initialMouseLocation = event.point;
if (click_count > 1) {
        graphic <- get graphic under event.clickPoint;
        if (graphic.type == text) {
            start editing graphic;
            editingGraphic = TRUE;
            listen for keyboard events;
        }
} 
else {
    graphic <- get graphic under event.clickPoint;
clickedGraphicIsSelected <- graphic.isSelected;
if (graphic != null) {
        if (clicked on resizing handle) {
            start resizing graphic;
            clickedOnHandle = TRUE;
            wait for mouse dragged events;
        }
        else {
            if (shift key was pressed) {
                if (clickedGraphicIsSelected == TRUE) {
                    selection.remove(graphic);
                    clickedGraphicIsSelected = FALSE;
                }
                else {
                    selection.add(graphic);
                    clickedGraphicIsSelected = TRUE; 
                }
            } 
            else {
                selection <- graphic;
                clickedGraphicIsSelected = TRUE;
            } 
        }
        if (clickedGraphicIsSelected == TRUE) {
                start moving graphics selection;
                movingGraphics = TRUE;
                wait for mouse dragged events;
        }
    }
    else { // in this case user clicked on no graphics
            start tracking mouse dragging to select multiple objects;
        marqueeSelect = TRUE;
    }
}
end;	
 ﾠ
o  If	
 ﾠthe	
 ﾠuser	
 ﾠclicked	
 ﾠon	
 ﾠa	
 ﾠdeselected	
 ﾠobject,	
 ﾠthen	
 ﾠit	
 ﾠis	
 ﾠadded	
 ﾠto	
 ﾠ
the	
 ﾠcurrent	
 ﾠset	
 ﾠof	
 ﾠselected	
 ﾠobjects;	
 ﾠthe	
 ﾠcorresponding	
 ﾠBoolean	
 ﾠ
variable	
 ﾠis	
 ﾠset	
 ﾠto	
 ﾠTRUE	
 ﾠ
•  If	
 ﾠthe	
 ﾠuser	
 ﾠclicked	
 ﾠon	
 ﾠthe	
 ﾠgraphic	
 ﾠwithout	
 ﾠthe	
 ﾠshift	
 ﾠkey	
 ﾠpressed,	
 ﾠthen	
 ﾠ
this	
 ﾠcauses	
 ﾠthe	
 ﾠset	
 ﾠof	
 ﾠcurrent	
 ﾠselected	
 ﾠobjects	
 ﾠto	
 ﾠbe	
 ﾠreinitialized	
 ﾠwith	
 ﾠ
the	
 ﾠcurrent	
 ﾠgraphic;	
 ﾠthe	
 ﾠcorresponding	
 ﾠvariable	
 ﾠis	
 ﾠset	
 ﾠto	
 ﾠTRUE.	
 ﾠ
•  In	
 ﾠ every	
 ﾠ case	
 ﾠ in	
 ﾠ which	
 ﾠ the	
 ﾠ graphic	
 ﾠ under	
 ﾠ click	
 ﾠ location	
 ﾠ is	
 ﾠ selected	
 ﾠ
(clickedGraphicIsSelected set	
 ﾠ to	
 ﾠ TRUE),	
 ﾠ the	
 ﾠ algorithm	
 ﾠ sets	
 ﾠ the	
 ﾠ
movingGraphics	
 ﾠvariable	
 ﾠto	
 ﾠTRUE	
 ﾠand	
 ﾠit	
 ﾠprepares	
 ﾠitself	
 ﾠto	
 ﾠmove	
 ﾠthe	
 ﾠ
current	
 ﾠselection.	
 ﾠ
•  If	
 ﾠ there	
 ﾠ were	
 ﾠ no	
 ﾠ graphic	
 ﾠ under	
 ﾠ the	
 ﾠ click	
 ﾠ location,	
 ﾠ then	
 ﾠ the	
 ﾠ
marqueeSelect	
 ﾠvariable	
 ﾠis	
 ﾠset	
 ﾠto	
 ﾠtrue	
 ﾠand	
 ﾠthe	
 ﾠalgorithm	
 ﾠstarts	
 ﾠdrawing	
 ﾠ
the	
 ﾠselection	
 ﾠbox.	
 ﾠ
The	
 ﾠ following	
 ﾠ algorithm	
 ﾠ is	
 ﾠ executed	
 ﾠ whenever	
 ﾠ the	
 ﾠ user	
 ﾠ moves	
 ﾠ the	
 ﾠ
mouse	
 ﾠwith	
 ﾠthe	
 ﾠleft	
 ﾠbutton	
 ﾠpressed	
 ﾠ(drag	
 ﾠaction).	
 ﾠIt	
 ﾠrepresents	
 ﾠthe	
 ﾠsecond	
 ﾠpart	
 ﾠ
of	
 ﾠalgorithm	
 ﾠ6.2.	
 ﾠIn	
 ﾠthis	
 ﾠcase	
 ﾠit	
 ﾠworks	
 ﾠin	
 ﾠresponse	
 ﾠto	
 ﾠmouse	
 ﾠdrag	
 ﾠevents	
 ﾠsent	
 ﾠto	
 ﾠ
ALTEditorView	
 ﾠinstance.	
 ﾠ
ALGORITHM	
 ﾠ6.3	
 ﾠ-ﾭ‐	
 ﾠALGORITHM	
 ﾠEXECUTED	
 ﾠIN	
 ﾠRESPONSE	
 ﾠOF	
 ﾠMOUSE	
 ﾠDRAG	
 ﾠEVENT	
 ﾠ
We	
 ﾠcan	
 ﾠsee	
 ﾠthat,	
 ﾠbased	
 ﾠon	
 ﾠthe	
 ﾠvalue	
 ﾠof	
 ﾠthe	
 ﾠprevious	
 ﾠBoolean	
 ﾠvariables,	
 ﾠthe	
 ﾠ
algorithm	
 ﾠdoes	
 ﾠseveral	
 ﾠmutual	
 ﾠexclusive	
 ﾠactions:	
 ﾠ
•  Resize	
 ﾠgraphic	
 ﾠusing	
 ﾠmouse	
 ﾠdragged	
 ﾠevents	
 ﾠand	
 ﾠupdate	
 ﾠdisplay.	
 ﾠ
•  Move	
 ﾠgraphics	
 ﾠusing	
 ﾠmouse	
 ﾠdragged	
 ﾠevents	
 ﾠand	
 ﾠupdate	
 ﾠdisplay.	
 ﾠ
•  Continue	
 ﾠdrawing	
 ﾠthe	
 ﾠselection	
 ﾠbox,	
 ﾠinsert	
 ﾠin	
 ﾠthe	
 ﾠcurrent	
 ﾠselection	
 ﾠset	
 ﾠ
graphics	
 ﾠthat	
 ﾠintersect	
 ﾠit	
 ﾠand	
 ﾠupdate	
 ﾠdisplay.	
 ﾠ
Note	
 ﾠthat	
 ﾠ“update	
 ﾠdisplay”	
 ﾠcauses	
 ﾠalgorithm	
 ﾠ6.1	
 ﾠto	
 ﾠbe	
 ﾠused.	
 ﾠ
The	
 ﾠfollowing	
 ﾠalgorithm	
 ﾠis	
 ﾠexecuted	
 ﾠwhen	
 ﾠthe	
 ﾠuser	
 ﾠreleases	
 ﾠthe	
 ﾠleft	
 ﾠbutton.	
 ﾠIt	
 ﾠ
simply	
 ﾠresets	
 ﾠall	
 ﾠthe	
 ﾠBoolean	
 ﾠvariables,	
 ﾠin	
 ﾠorder	
 ﾠto	
 ﾠmake	
 ﾠthings	
 ﾠwork.	
 ﾠ
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start;
if (clickedOnHandle == TRUE) {
resize graphic using handle and event.point;
update display;
}
else if (movingGraphics == TRUE) {
move graphics to point: event.point;
update display; // invokes algorithm 6.1
}
else if (marqueeSelect == TRUE) {
    figure out a new selection rectangle using initalMouseLocation and 
event.point;
    add all the graphics intersecting the new selection rectangle to 
selection;
    update display; // invokes algorithm 6.1
}
end;	
 ﾠ 	
 ﾠ
	
 ﾠ
	
 ﾠ
ALGORITHM	
 ﾠ6.4	
 ﾠ-ﾭ‐	
 ﾠALGORITHM	
 ﾠEXECUTED	
 ﾠIN	
 ﾠRESPONSE	
 ﾠOF	
 ﾠMOUSE	
 ﾠUP	
 ﾠEVENT	
 ﾠ	
 ﾠ
The	
 ﾠview	
 ﾠreacts	
 ﾠto	
 ﾠkeyboard	
 ﾠevents	
 ﾠin	
 ﾠseveral	
 ﾠmoments:	
 ﾠ
1.  Arrow	
 ﾠ keys	
 ﾠ pressed:	
 ﾠ in	
 ﾠ this	
 ﾠ case	
 ﾠ the	
 ﾠ current	
 ﾠ selected	
 ﾠ objects	
 ﾠ are	
 ﾠ
moved	
 ﾠ in	
 ﾠ the	
 ﾠ same	
 ﾠ direction	
 ﾠ of	
 ﾠ the	
 ﾠ arrow	
 ﾠ and	
 ﾠ then	
 ﾠ the	
 ﾠ display	
 ﾠ is	
 ﾠ
updated.	
 ﾠ
2.  Letter	
 ﾠkeys	
 ﾠpressed:	
 ﾠif	
 ﾠeditingGraphics	
 ﾠvariable	
 ﾠis	
 ﾠset	
 ﾠto	
 ﾠTRUE,	
 ﾠthen	
 ﾠ
there	
 ﾠis	
 ﾠa	
 ﾠtext	
 ﾠobject	
 ﾠin	
 ﾠediting	
 ﾠmode.	
 ﾠIn	
 ﾠthis	
 ﾠcase	
 ﾠthe	
 ﾠview	
 ﾠuses	
 ﾠthe	
 ﾠ
keyboard	
 ﾠevents	
 ﾠto	
 ﾠconstruct	
 ﾠthe	
 ﾠtext.	
 ﾠ
3.  Delete	
 ﾠkey	
 ﾠpressed:	
 ﾠThis	
 ﾠevent	
 ﾠ deletes	
 ﾠthe	
 ﾠcurrent	
 ﾠselected	
 ﾠobjects	
 ﾠ
and	
 ﾠupdates	
 ﾠdisplay;	
 ﾠif	
 ﾠthere	
 ﾠis	
 ﾠa	
 ﾠtext	
 ﾠbeing	
 ﾠedited,	
 ﾠit	
 ﾠdeletes	
 ﾠthe	
 ﾠlast	
 ﾠ
typed	
 ﾠcharacter.	
 ﾠ
6.3.3  CONTROLLER	
 ﾠ
For	
 ﾠthe	
 ﾠcontroller	
 ﾠpart	
 ﾠof	
 ﾠthe	
 ﾠapplication	
 ﾠarchitecture,	
 ﾠwe	
 ﾠdecided	
 ﾠto	
 ﾠcentralize	
 ﾠ
the	
 ﾠ control	
 ﾠ logic	
 ﾠ in	
 ﾠ a	
 ﾠ class	
 ﾠ called	
 ﾠ ALTDocument.	
 ﾠ This	
 ﾠ class	
 ﾠ is	
 ﾠ automatically	
 ﾠ
generated	
 ﾠby	
 ﾠthe	
 ﾠdocument-ﾭ‐based	
 ﾠapplication	
 ﾠtemplate,	
 ﾠand	
 ﾠcan	
 ﾠact	
 ﾠboth	
 ﾠas	
 ﾠ
Model	
 ﾠand	
 ﾠas	
 ﾠController	
 ﾠfor	
 ﾠthe	
 ﾠView	
 ﾠwe	
 ﾠdesigned.	
 ﾠIn	
 ﾠa	
 ﾠfirst	
 ﾠtime	
 ﾠwe	
 ﾠdecided	
 ﾠ
to	
 ﾠ put	
 ﾠ the	
 ﾠ controller	
 ﾠ logic	
 ﾠ in	
 ﾠ a	
 ﾠ subclass	
 ﾠ of	
 ﾠ NSWindowController,	
 ﾠ but	
 ﾠ this	
 ﾠ
created	
 ﾠlots	
 ﾠof	
 ﾠproblems	
 ﾠwhen	
 ﾠlinking	
 ﾠoutlets	
 ﾠand	
 ﾠactions
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 ﾠfrom	
 ﾠthe	
 ﾠInterface	
 ﾠ
Builder	
 ﾠto	
 ﾠthe	
 ﾠNSWindowController’s	
 ﾠsubclass.	
 ﾠThese	
 ﾠproblems	
 ﾠwere	
 ﾠcaused	
 ﾠby	
 ﾠ
the	
 ﾠ File’s	
 ﾠ Owner	
 ﾠ specification	
 ﾠ of	
 ﾠ the	
 ﾠ nib	
 ﾠ file.	
 ﾠ The	
 ﾠ File’s	
 ﾠ Owner	
 ﾠ of	
 ﾠ the	
 ﾠ
document’s	
 ﾠediting	
 ﾠxib	
 ﾠfile	
 ﾠis	
 ﾠthe	
 ﾠALTDocument	
 ﾠclass,	
 ﾠwhich	
 ﾠis	
 ﾠalso	
 ﾠdelegated	
 ﾠ
to	
 ﾠserialization	
 ﾠof	
 ﾠdata	
 ﾠwhen	
 ﾠsaving	
 ﾠa	
 ﾠdocument.	
 ﾠChanging	
 ﾠthe	
 ﾠFile’s	
 ﾠOwner	
 ﾠto	
 ﾠ
the	
 ﾠNSWindowController’s	
 ﾠsubclass	
 ﾠwould	
 ﾠhave	
 ﾠbeen	
 ﾠpermitted	
 ﾠto	
 ﾠisolate	
 ﾠthe	
 ﾠ
controller	
 ﾠlogic,	
 ﾠbut	
 ﾠit	
 ﾠcaused	
 ﾠa	
 ﾠbad	
 ﾠbehaviour	
 ﾠwhen	
 ﾠsaving	
 ﾠa	
 ﾠdocument.	
 ﾠThus,	
 ﾠ
instead	
 ﾠof	
 ﾠwasting	
 ﾠtime	
 ﾠon	
 ﾠlooking	
 ﾠfor	
 ﾠthe	
 ﾠbug	
 ﾠinside	
 ﾠthis	
 ﾠsolution,	
 ﾠwe	
 ﾠdecided	
 ﾠ
to	
 ﾠput	
 ﾠall	
 ﾠthe	
 ﾠcontroller	
 ﾠlogic	
 ﾠin	
 ﾠthe	
 ﾠALTDocument	
 ﾠclass.	
 ﾠMoreover,	
 ﾠa	
 ﾠlook	
 ﾠat	
 ﾠ
Sketch’s	
 ﾠarchitecture	
 ﾠconfirmed	
 ﾠour	
 ﾠdesign:	
 ﾠSketch	
 ﾠcentralizes	
 ﾠthe	
 ﾠcontroller	
 ﾠ
logic	
 ﾠ in	
 ﾠ the	
 ﾠ SKTDocument	
 ﾠ class	
 ﾠ (the	
 ﾠ equivalent	
 ﾠ of	
 ﾠ ALTDocument).	
 ﾠ
Summarizing,	
 ﾠALTDocument	
 ﾠmanages:	
 ﾠ
•  The	
 ﾠlist	
 ﾠof	
 ﾠgraphic	
 ﾠobjects	
 ﾠof	
 ﾠthe	
 ﾠcurrent	
 ﾠpage	
 ﾠto	
 ﾠbe	
 ﾠrendered	
 ﾠin	
 ﾠthe	
 ﾠ
ALTEditorView	
 ﾠ(instance	
 ﾠof	
 ﾠthe	
 ﾠmodel	
 ﾠof	
 ﾠthe	
 ﾠapplication	
 ﾠarchitecture);	
 ﾠ
•  The	
 ﾠlist	
 ﾠof	
 ﾠpages	
 ﾠbeing	
 ﾠconstructed	
 ﾠand	
 ﾠedited	
 ﾠ(instance	
 ﾠof	
 ﾠthe	
 ﾠmodel	
 ﾠ
of	
 ﾠthe	
 ﾠapplication	
 ﾠarchitecture);	
 ﾠ
•  The	
 ﾠnumber	
 ﾠof	
 ﾠpages	
 ﾠand	
 ﾠthe	
 ﾠcurrent	
 ﾠpage	
 ﾠnumber	
 ﾠ(instance	
 ﾠof	
 ﾠthe	
 ﾠ
model	
 ﾠof	
 ﾠthe	
 ﾠapplication	
 ﾠarchitecture);	
 ﾠ
•  The	
 ﾠcurrent	
 ﾠtool	
 ﾠselected	
 ﾠin	
 ﾠthe	
 ﾠGUI.	
 ﾠ
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 ﾠ
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 ﾠFor	
 ﾠmore	
 ﾠdetails	
 ﾠabout	
 ﾠcommunicating	
 ﾠwith	
 ﾠobjects	
 ﾠin	
 ﾠCocoa,	
 ﾠsee	
 ﾠAppendix.	
 ﾠ
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start;
editingGraphic = FALSE;
clickedOnHandle = FALSE;
movingGraphics = FALSE;
marqueeSelect = FALSE;
update display; // invokes algorithm 6.1
end;	
 ﾠ
•  The	
 ﾠactions	
 ﾠtriggered	
 ﾠwhen	
 ﾠclicked	
 ﾠon	
 ﾠa	
 ﾠbutton	
 ﾠ(application	
 ﾠlogic):	
 ﾠ
o  Adding	
 ﾠan	
 ﾠimage;	
 ﾠ
o  Adding	
 ﾠa	
 ﾠtext;	
 ﾠ
o  Adding	
 ﾠa	
 ﾠmovie;	
 ﾠ
o  Adding	
 ﾠa	
 ﾠnew	
 ﾠpage;	
 ﾠ
o  Removing	
 ﾠa	
 ﾠpage;	
 ﾠ
o  Going	
 ﾠto	
 ﾠthe	
 ﾠnext	
 ﾠpage;	
 ﾠ
o  Going	
 ﾠto	
 ﾠthe	
 ﾠprevious	
 ﾠpage;	
 ﾠ
o  Generating	
 ﾠthe	
 ﾠXML	
 ﾠproperty	
 ﾠlist	
 ﾠfile.	
 ﾠ
There	
 ﾠ is	
 ﾠ another	
 ﾠ controller	
 ﾠ class	
 ﾠ used	
 ﾠ by	
 ﾠ the	
 ﾠ view	
 ﾠ and	
 ﾠ linked	
 ﾠ to	
 ﾠ the	
 ﾠ
ALTDocument:	
 ﾠit	
 ﾠis	
 ﾠthe	
 ﾠNSArrayController
38	
 ﾠclass.	
 ﾠThis	
 ﾠclass,	
 ﾠadded	
 ﾠto	
 ﾠthe	
 ﾠxib	
 ﾠ
file	
 ﾠof	
 ﾠthe	
 ﾠdocument-ﾭ‐editing	
 ﾠwindow,	
 ﾠis	
 ﾠbound
39	
 ﾠto	
 ﾠthe	
 ﾠgraphic	
 ﾠobjects	
 ﾠlist	
 ﾠof	
 ﾠ
the	
 ﾠALTDocument.	
 ﾠALTEditorView	
 ﾠis	
 ﾠin	
 ﾠturn	
 ﾠbound	
 ﾠto	
 ﾠthe	
 ﾠarray	
 ﾠcontroller	
 ﾠand	
 ﾠ
uses	
 ﾠ it	
 ﾠ to	
 ﾠ manage	
 ﾠ the	
 ﾠ selection	
 ﾠ of	
 ﾠ the	
 ﾠ graphic	
 ﾠ objects	
 ﾠ and	
 ﾠ to	
 ﾠ draw	
 ﾠ the	
 ﾠ
selection	
 ﾠmask	
 ﾠaround	
 ﾠthem.	
 ﾠ
In	
 ﾠthe	
 ﾠfollowing	
 ﾠpicture	
 ﾠwe	
 ﾠcan	
 ﾠsee	
 ﾠthe	
 ﾠMVC	
 ﾠarchitecture	
 ﾠof	
 ﾠthe	
 ﾠAppKidEditor	
 ﾠ
design.	
 ﾠ
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 ﾠNSArrayController	
 ﾠis	
 ﾠa	
 ﾠbindings	
 ﾠcompatible	
 ﾠclass	
 ﾠthat	
 ﾠmanages	
 ﾠa	
 ﾠcollection	
 ﾠof	
 ﾠobjects.	
 ﾠTypically	
 ﾠ
the	
 ﾠcollection	
 ﾠis	
 ﾠan	
 ﾠarray,	
 ﾠhowever,	
 ﾠif	
 ﾠthe	
 ﾠcontroller	
 ﾠmanages	
 ﾠa	
 ﾠrelationship	
 ﾠof	
 ﾠa	
 ﾠmanaged	
 ﾠobject	
 ﾠ
the	
 ﾠ collection	
 ﾠ may	
 ﾠ be	
 ﾠ a	
 ﾠ set.	
 ﾠ NSArrayController	
 ﾠ provides	
 ﾠ selection	
 ﾠ management	
 ﾠ and	
 ﾠ sorting	
 ﾠ
capabilities.	
 ﾠ
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 ﾠFor	
 ﾠ more	
 ﾠ details	
 ﾠ about	
 ﾠ bindings,	
 ﾠ see	
 ﾠ Appendix	
 ﾠ (“Communicating	
 ﾠ with	
 ﾠ objects	
 ﾠ in	
 ﾠ Cooca”	
 ﾠ
paragraph).	
 ﾠ	
 ﾠ 	
 ﾠ
	
 ﾠ
	
 ﾠ
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FIGURE	
 ﾠ6.3	
 ﾠ-ﾭ‐	
 ﾠMVC	
 ﾠARCHITECTURE	
 ﾠOF	
 ﾠAPPKID	
 ﾠEDITOR	
 ﾠ
6.4  IMPLEMENTATION	
 ﾠ	
 ﾠ
In	
 ﾠthis	
 ﾠchapter	
 ﾠwe	
 ﾠgive	
 ﾠa	
 ﾠdetailed	
 ﾠexplanation	
 ﾠof	
 ﾠall	
 ﾠthe	
 ﾠsolutions	
 ﾠused	
 ﾠto	
 ﾠ
implement	
 ﾠthe	
 ﾠalgorithm	
 ﾠand	
 ﾠthe	
 ﾠdesign	
 ﾠarchitecture	
 ﾠdiscussed	
 ﾠin	
 ﾠthe	
 ﾠlast	
 ﾠ
chapter.	
 ﾠ
6.4.1  IMPLEMENTATION	
 ﾠOF	
 ﾠTHE	
 ﾠMODEL	
 ﾠ
We	
 ﾠimplemented	
 ﾠthe	
 ﾠmodel	
 ﾠclasses	
 ﾠin	
 ﾠorder	
 ﾠto	
 ﾠprovide	
 ﾠthem	
 ﾠall	
 ﾠthe	
 ﾠproperties	
 ﾠ
they	
 ﾠneed	
 ﾠto	
 ﾠrepresent	
 ﾠa	
 ﾠgraphical	
 ﾠobject.	
 ﾠWe	
 ﾠprovided	
 ﾠthese	
 ﾠclasses	
 ﾠwith	
 ﾠa	
 ﾠ
method	
 ﾠ to	
 ﾠ draw	
 ﾠ the	
 ﾠ object	
 ﾠ they	
 ﾠ represent	
 ﾠ in	
 ﾠ the	
 ﾠ ALTEditorView,	
 ﾠ called	
 ﾠ
drawContentsInView:isBeingCreatedOrEditing.	
 ﾠIn	
 ﾠthis	
 ﾠway	
 ﾠdrawing	
 ﾠobjects	
 ﾠ
is	
 ﾠ not	
 ﾠ an	
 ﾠ issue	
 ﾠ of	
 ﾠ the	
 ﾠ ALTEditorView:	
 ﾠ the	
 ﾠ implementation	
 ﾠ of	
 ﾠ the	
 ﾠ drawing	
 ﾠ
algorithm	
 ﾠwill	
 ﾠinvoke	
 ﾠthis	
 ﾠmethod	
 ﾠon	
 ﾠthe	
 ﾠcurrent	
 ﾠgraphic	
 ﾠobject,	
 ﾠdelegating	
 ﾠto	
 ﾠ
it	
 ﾠ the	
 ﾠ problem	
 ﾠ of	
 ﾠ rendering	
 ﾠ itself.	
 ﾠ In	
 ﾠ the	
 ﾠ following	
 ﾠ list	
 ﾠ we	
 ﾠ will	
 ﾠ explain	
 ﾠ the	
 ﾠ
particular	
 ﾠsolutions	
 ﾠused	
 ﾠfor	
 ﾠeach	
 ﾠmodel	
 ﾠclass:	
 ﾠ
•  ALTGraphic:	
 ﾠ in	
 ﾠ order	
 ﾠ to	
 ﾠ hold	
 ﾠ information	
 ﾠ about	
 ﾠ position	
 ﾠ and	
 ﾠ
dimensions	
 ﾠwe	
 ﾠcreated	
 ﾠa	
 ﾠNSRect
40	
 ﾠproperty	
 ﾠcalled	
 ﾠbounds,	
 ﾠsynthesized	
 ﾠ
with	
 ﾠan	
 ﾠinstance	
 ﾠvariable
41.	
 ﾠWe	
 ﾠalso	
 ﾠadded	
 ﾠfour	
 ﾠproperties,	
 ﾠtwo	
 ﾠfor	
 ﾠthe	
 ﾠ
position	
 ﾠand	
 ﾠtwo	
 ﾠfor	
 ﾠthe	
 ﾠdimensions,	
 ﾠwithout	
 ﾠsynthesizing	
 ﾠthem	
 ﾠwith	
 ﾠ
an	
 ﾠinstance	
 ﾠvariable.	
 ﾠThe	
 ﾠgetters	
 ﾠand	
 ﾠsetters	
 ﾠof	
 ﾠthese	
 ﾠproperties	
 ﾠdeal	
 ﾠ
with	
 ﾠ the	
 ﾠ NSRect	
 ﾠ (in	
 ﾠ other	
 ﾠ words	
 ﾠ the	
 ﾠ getter	
 ﾠ of	
 ﾠ the	
 ﾠ x	
 ﾠ coordinate	
 ﾠ
property	
 ﾠreturns	
 ﾠthe	
 ﾠx	
 ﾠvariable	
 ﾠof	
 ﾠ bounds)	
 ﾠand	
 ﾠsome	
 ﾠobjects	
 ﾠin	
 ﾠthe	
 ﾠ
view	
 ﾠare	
 ﾠbound	
 ﾠto	
 ﾠthem	
 ﾠ(as	
 ﾠwe	
 ﾠwill	
 ﾠsee	
 ﾠin	
 ﾠ6.4.2).	
 ﾠWe	
 ﾠhad	
 ﾠto	
 ﾠuse	
 ﾠthis	
 ﾠ
mechanism	
 ﾠbecause	
 ﾠNSRect	
 ﾠis	
 ﾠnot	
 ﾠan	
 ﾠobject	
 ﾠand	
 ﾠit	
 ﾠis	
 ﾠnot	
 ﾠKey-ﾭ‐Value	
 ﾠ
Observing	
 ﾠcompliant
42.	
 ﾠ	
 ﾠ
Moreover,	
 ﾠthe	
 ﾠclass	
 ﾠprovides	
 ﾠmethods	
 ﾠto	
 ﾠtranslate	
 ﾠits	
 ﾠposition,	
 ﾠto	
 ﾠdraw	
 ﾠ
selection	
 ﾠhandles,	
 ﾠto	
 ﾠreturn	
 ﾠthe	
 ﾠselection	
 ﾠhandle	
 ﾠthe	
 ﾠuser	
 ﾠclicked	
 ﾠon	
 ﾠ
(handles	
 ﾠare	
 ﾠrepresented	
 ﾠas	
 ﾠan	
 ﾠenum	
 ﾠtype),	
 ﾠto	
 ﾠencode	
 ﾠand	
 ﾠdecode	
 ﾠits	
 ﾠ
properties
43.	
 ﾠ	
 ﾠ
A	
 ﾠmethod	
 ﾠwas	
 ﾠalso	
 ﾠcreated	
 ﾠin	
 ﾠorder	
 ﾠto	
 ﾠreturn	
 ﾠa	
 ﾠproperty	
 ﾠlist	
 ﾠcompliant	
 ﾠ
representation	
 ﾠ of	
 ﾠ the	
 ﾠ graphic	
 ﾠ object.	
 ﾠ The	
 ﾠ method,	
 ﾠ called	
 ﾠ
propertyListRepresentation,	
 ﾠcreates	
 ﾠa	
 ﾠdictionary,	
 ﾠand	
 ﾠfills	
 ﾠit	
 ﾠwith	
 ﾠ
some	
 ﾠentries.	
 ﾠEach	
 ﾠentry	
 ﾠhas	
 ﾠkey	
 ﾠequal	
 ﾠto	
 ﾠa	
 ﾠstring	
 ﾠthat	
 ﾠdescribes	
 ﾠthe	
 ﾠ
name	
 ﾠof	
 ﾠproperty,	
 ﾠand	
 ﾠvalue	
 ﾠequal	
 ﾠto	
 ﾠthe	
 ﾠproperty	
 ﾠdescribed	
 ﾠby	
 ﾠthe	
 ﾠ
string.	
 ﾠFor	
 ﾠexample,	
 ﾠfor	
 ﾠthe	
 ﾠwidth	
 ﾠof	
 ﾠthe	
 ﾠgraphic	
 ﾠobject	
 ﾠthe	
 ﾠmethod	
 ﾠ
constructs	
 ﾠan	
 ﾠentry	
 ﾠwith	
 ﾠkey	
 ﾠ“width”	
 ﾠand	
 ﾠvalue	
 ﾠequal	
 ﾠto	
 ﾠthe	
 ﾠwidth	
 ﾠof	
 ﾠ
the	
 ﾠgraphic	
 ﾠobject,	
 ﾠretrieved	
 ﾠfrom	
 ﾠthe	
 ﾠNSRect	
 ﾠproperty.	
 ﾠ
	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
 ﾠ	
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40	
 ﾠNSRect	
 ﾠis	
 ﾠa	
 ﾠC	
 ﾠstruct	
 ﾠof	
 ﾠthe	
 ﾠFoundation	
 ﾠframework	
 ﾠrepresenting	
 ﾠa	
 ﾠrectangle	
 ﾠand	
 ﾠits	
 ﾠposition.	
 ﾠ
41	
 ﾠProperties	
 ﾠare	
 ﾠkind	
 ﾠof	
 ﾠvirtual	
 ﾠmember	
 ﾠvariables.	
 ﾠSynthesizing	
 ﾠa	
 ﾠproperty	
 ﾠmeans	
 ﾠcreating	
 ﾠthe	
 ﾠ
related	
 ﾠgetter	
 ﾠand	
 ﾠsetter	
 ﾠmethods.	
 ﾠThey	
 ﾠcan	
 ﾠbe	
 ﾠsynthesized	
 ﾠautomatically	
 ﾠ(with	
 ﾠthe	
 ﾠ@synthesize	
 ﾠ
directive)	
 ﾠwith	
 ﾠreal	
 ﾠinstance	
 ﾠvariables.	
 ﾠIn	
 ﾠthis	
 ﾠcase	
 ﾠthe	
 ﾠgetters	
 ﾠreturns	
 ﾠthe	
 ﾠinstance	
 ﾠvariable	
 ﾠand	
 ﾠ
setters	
 ﾠupdates	
 ﾠthe	
 ﾠinstance	
 ﾠvariable.	
 ﾠ
42	
 ﾠOnce	
 ﾠagain,	
 ﾠfor	
 ﾠmore	
 ﾠdetails	
 ﾠabout	
 ﾠKey-ﾭ‐Value	
 ﾠObserving,	
 ﾠsee	
 ﾠAppendix	
 ﾠ(“Communicating	
 ﾠwith	
 ﾠ
objects	
 ﾠin	
 ﾠCocoa”	
 ﾠparagraph).	
 ﾠ
43	
 ﾠFor	
 ﾠmore	
 ﾠdetails	
 ﾠabout	
 ﾠarchiving,	
 ﾠsee	
 ﾠAppendix.	
 ﾠ	
 ﾠ 	
 ﾠ
	
 ﾠ
	
 ﾠ
At	
 ﾠthe	
 ﾠend	
 ﾠof	
 ﾠthe	
 ﾠmethod,	
 ﾠthe	
 ﾠdictionary	
 ﾠis	
 ﾠreturned.	
 ﾠIt	
 ﾠwill	
 ﾠbe	
 ﾠused	
 ﾠto	
 ﾠ
create	
 ﾠthe	
 ﾠproperty	
 ﾠlist	
 ﾠrepresenting	
 ﾠthe	
 ﾠbook.	
 ﾠIn	
 ﾠthe	
 ﾠfollowing	
 ﾠtable	
 ﾠ
we	
 ﾠcan	
 ﾠsee	
 ﾠthe	
 ﾠproperties	
 ﾠcoded	
 ﾠin	
 ﾠthe	
 ﾠdictionary.	
 ﾠ
	
 ﾠ
KEY	
 ﾠ VALUE	
 ﾠ
“x”	
 ﾠ bounds.origin.x	
 ﾠ
“y”	
 ﾠ bounds.origin.y	
 ﾠ
“width”	
 ﾠ bounds.size.width	
 ﾠ
“height”	
 ﾠ bounds.size.height	
 ﾠ
	
 ﾠ
We	
 ﾠhad	
 ﾠto	
 ﾠpay	
 ﾠparticular	
 ﾠattention	
 ﾠwhen	
 ﾠcreating	
 ﾠentries	
 ﾠwith	
 ﾠkey	
 ﾠ“x”	
 ﾠ
and	
 ﾠ“y”.	
 ﾠThese	
 ﾠentries	
 ﾠmust	
 ﾠrepresent	
 ﾠthe	
 ﾠx	
 ﾠand	
 ﾠy	
 ﾠcoordinates	
 ﾠof	
 ﾠthe	
 ﾠ
object	
 ﾠin	
 ﾠthe	
 ﾠreference	
 ﾠsystem	
 ﾠof	
 ﾠthe	
 ﾠwhite	
 ﾠcanvas.	
 ﾠOn	
 ﾠthe	
 ﾠother	
 ﾠside,	
 ﾠ
objects	
 ﾠtrack	
 ﾠcoordinates	
 ﾠin	
 ﾠthe	
 ﾠreference	
 ﾠsystem	
 ﾠof	
 ﾠthe	
 ﾠgrey	
 ﾠarea	
 ﾠthat	
 ﾠ
contains	
 ﾠthe	
 ﾠwhite	
 ﾠcanvas.	
 ﾠThis	
 ﾠis	
 ﾠtrue	
 ﾠbecause	
 ﾠmouse	
 ﾠevents	
 ﾠcarry	
 ﾠ
information	
 ﾠ about	
 ﾠ position	
 ﾠ in	
 ﾠ the	
 ﾠ ALTEditorView	
 ﾠ instance
44.	
 ﾠ For	
 ﾠ
example	
 ﾠplacing	
 ﾠan	
 ﾠimage	
 ﾠon	
 ﾠthe	
 ﾠupper	
 ﾠleft	
 ﾠcorner	
 ﾠof	
 ﾠthe	
 ﾠwhite	
 ﾠcanvas	
 ﾠ
would	
 ﾠ have	
 ﾠ coordinates	
 ﾠ (1024,	
 ﾠ 768)	
 ﾠ in	
 ﾠ the	
 ﾠ editorView	
 ﾠ reference	
 ﾠ
system,	
 ﾠassuming	
 ﾠthat	
 ﾠthe	
 ﾠorigin	
 ﾠis	
 ﾠalways	
 ﾠin	
 ﾠthe	
 ﾠupper	
 ﾠleft	
 ﾠcorner.	
 ﾠ
Obviously	
 ﾠwe	
 ﾠwant	
 ﾠto	
 ﾠdeliver	
 ﾠto	
 ﾠthe	
 ﾠframework	
 ﾠthe	
 ﾠsame	
 ﾠobject,	
 ﾠbut	
 ﾠ
having	
 ﾠ coordinates	
 ﾠ equal	
 ﾠ to	
 ﾠ (0,	
 ﾠ 0).	
 ﾠ The	
 ﾠ last	
 ﾠ pair	
 ﾠ of	
 ﾠ coordinates	
 ﾠ is	
 ﾠ
expressed	
 ﾠ in	
 ﾠ the	
 ﾠ canvas	
 ﾠ coordinate	
 ﾠ system	
 ﾠ (the	
 ﾠ same	
 ﾠ of	
 ﾠ the	
 ﾠ iPad	
 ﾠ
screen).	
 ﾠTherefore	
 ﾠevery	
 ﾠtime	
 ﾠwe	
 ﾠgenerate	
 ﾠentries	
 ﾠwith	
 ﾠ“x”	
 ﾠand	
 ﾠ“y”	
 ﾠ
keys	
 ﾠ we	
 ﾠ must	
 ﾠ transform	
 ﾠ the	
 ﾠ x	
 ﾠ and	
 ﾠ y	
 ﾠ properties	
 ﾠ of	
 ﾠ the	
 ﾠ object	
 ﾠ
accordingly	
 ﾠto	
 ﾠthis	
 ﾠformula:	
 ﾠ
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44	
 ﾠRecall	
 ﾠthat	
 ﾠeditorView,	
 ﾠthe	
 ﾠinstance	
 ﾠof	
 ﾠALTEditorView,	
 ﾠis	
 ﾠmade	
 ﾠof	
 ﾠthe	
 ﾠwhole	
 ﾠgrey	
 ﾠarea	
 ﾠwith	
 ﾠthe	
 ﾠ
white	
 ﾠcanvas	
 ﾠinside	
 ﾠit	
 ﾠand	
 ﾠa	
 ﾠclick	
 ﾠin	
 ﾠeditorView	
 ﾠgenerates	
 ﾠan	
 ﾠevent	
 ﾠwith	
 ﾠposition	
 ﾠrelative	
 ﾠto	
 ﾠthis	
 ﾠ
big	
 ﾠarea.	
 ﾠ	
 ﾠ
Roughly	
 ﾠ speaking,	
 ﾠ workingAreaX	
 ﾠ and	
 ﾠ workingAreaY	
 ﾠ are	
 ﾠ the	
 ﾠ
coordinates	
 ﾠof	
 ﾠthe	
 ﾠwhite	
 ﾠcanvas	
 ﾠin	
 ﾠthe	
 ﾠreference	
 ﾠsystem	
 ﾠof	
 ﾠeditorView.	
 ﾠ
Width	
 ﾠand	
 ﾠheight	
 ﾠare	
 ﾠnot	
 ﾠaffected	
 ﾠby	
 ﾠthe	
 ﾠchange	
 ﾠof	
 ﾠreference	
 ﾠsystem,	
 ﾠ
so	
 ﾠthey	
 ﾠdo	
 ﾠnot	
 ﾠneed	
 ﾠto	
 ﾠbe	
 ﾠtransformed.	
 ﾠ
	
 ﾠ
•  ALTImage:	
 ﾠ as	
 ﾠ already	
 ﾠ said,	
 ﾠ this	
 ﾠ class	
 ﾠ extends	
 ﾠ ALTGraphic	
 ﾠ and	
 ﾠ
represents	
 ﾠ an	
 ﾠ image.	
 ﾠ It	
 ﾠ has	
 ﾠ a	
 ﾠ property	
 ﾠ called	
 ﾠ contents,	
 ﾠ of	
 ﾠ type	
 ﾠ
NSImage,	
 ﾠwhich	
 ﾠholds	
 ﾠdata	
 ﾠabout	
 ﾠthe	
 ﾠimage	
 ﾠto	
 ﾠbe	
 ﾠrendered	
 ﾠon	
 ﾠthe	
 ﾠ
screen.	
 ﾠ There	
 ﾠ is	
 ﾠ another	
 ﾠ property,	
 ﾠ imageName	
 ﾠ used	
 ﾠ to	
 ﾠ hold	
 ﾠ the	
 ﾠ file	
 ﾠ
name	
 ﾠ of	
 ﾠ the	
 ﾠ image.	
 ﾠ The	
 ﾠ “constructor”,	
 ﾠ called	
 ﾠ
initWithPosition:contents:	
 ﾠinitializes	
 ﾠthe	
 ﾠclass	
 ﾠwith	
 ﾠa	
 ﾠgiven	
 ﾠimage.	
 ﾠ	
 ﾠ
The	
 ﾠ class	
 ﾠ overwrites	
 ﾠ drawContentsInView: 
isBeingCreatedOrEditing:	
 ﾠmethod	
 ﾠof	
 ﾠ	
 ﾠALTGraphic.	
 ﾠIn	
 ﾠthis	
 ﾠmethod	
 ﾠ
we	
 ﾠuse	
 ﾠthe	
 ﾠbounds	
 ﾠproperty	
 ﾠof	
 ﾠthe	
 ﾠsuperclass	
 ﾠ(i.e.	
 ﾠALTGraphic)	
 ﾠto	
 ﾠdraw	
 ﾠ
the	
 ﾠimage	
 ﾠin	
 ﾠthe	
 ﾠview	
 ﾠpassed	
 ﾠas	
 ﾠparameter	
 ﾠ(which	
 ﾠwill	
 ﾠbe	
 ﾠan	
 ﾠinstance	
 ﾠ
of	
 ﾠALTEditorView)	
 ﾠin	
 ﾠthe	
 ﾠright	
 ﾠposition	
 ﾠand	
 ﾠwith	
 ﾠthe	
 ﾠright	
 ﾠdimensions.	
 ﾠ	
 ﾠ
The	
 ﾠclass	
 ﾠalso	
 ﾠoverwrites	
 ﾠthe	
 ﾠmethods	
 ﾠfor	
 ﾠencoding	
 ﾠand	
 ﾠdecoding	
 ﾠits	
 ﾠ
properties.	
 ﾠThese	
 ﾠmethods	
 ﾠstart	
 ﾠinvoking	
 ﾠthe	
 ﾠsuperclass’	
 ﾠmethod	
 ﾠ(so	
 ﾠit	
 ﾠ
starts	
 ﾠ encoding	
 ﾠ the	
 ﾠ superclass’	
 ﾠ properties)	
 ﾠ and	
 ﾠ then	
 ﾠ encode	
 ﾠ the	
 ﾠ
properties	
 ﾠof	
 ﾠits	
 ﾠclass.	
 ﾠ	
 ﾠ
Also	
 ﾠ propertyListRepresentation has	
 ﾠ been	
 ﾠ overwritten.	
 ﾠ It	
 ﾠ starts	
 ﾠ
invoking	
 ﾠ the	
 ﾠ superclass’	
 ﾠ method	
 ﾠ to	
 ﾠ initialize	
 ﾠ the	
 ﾠ dictionary	
 ﾠ to	
 ﾠ be	
 ﾠ
returned.	
 ﾠ After	
 ﾠ this	
 ﾠ invocation	
 ﾠ the	
 ﾠ dictionary	
 ﾠ will	
 ﾠ contain	
 ﾠ key-ﾭ‐value	
 ﾠ
entries	
 ﾠ for	
 ﾠ the	
 ﾠ properties	
 ﾠ of	
 ﾠ the	
 ﾠ superclass.	
 ﾠ After	
 ﾠ that	
 ﾠ the	
 ﾠ method	
 ﾠ
inserts	
 ﾠthe	
 ﾠfollowing	
 ﾠkey-ﾭ‐value	
 ﾠentries,	
 ﾠin	
 ﾠthe	
 ﾠsame	
 ﾠmanner	
 ﾠseen	
 ﾠin	
 ﾠ
ALTGraphic	
 ﾠclass:	
 ﾠ
	
 ﾠ
KEY	
 ﾠ VALUE	
 ﾠ
“filename”	
 ﾠ imageName	
 ﾠ
“type”	
 ﾠ “image”	
 ﾠ
“alpha”	
 ﾠ 1	
 ﾠ
	
 ﾠ
	
 ﾠ
In	
 ﾠthis	
 ﾠimplementation	
 ﾠwe	
 ﾠdid	
 ﾠnot	
 ﾠgave	
 ﾠthe	
 ﾠpossibility	
 ﾠto	
 ﾠthe	
 ﾠuser	
 ﾠto	
 ﾠ
set	
 ﾠthe	
 ﾠtransparency	
 ﾠof	
 ﾠthe	
 ﾠimage,	
 ﾠso	
 ﾠwe	
 ﾠcreated	
 ﾠby	
 ﾠdefault	
 ﾠan	
 ﾠalpha	
 ﾠ
value	
 ﾠ equal	
 ﾠ to	
 ﾠ 1.	
 ﾠ “fileName”	
 ﾠ is	
 ﾠ used	
 ﾠ by	
 ﾠ the	
 ﾠ framework	
 ﾠ to	
 ﾠ find	
 ﾠ the	
 ﾠ
image	
 ﾠto	
 ﾠbe	
 ﾠloaded	
 ﾠ	
 ﾠin	
 ﾠthe	
 ﾠpageSprite;	
 ﾠ“type”	
 ﾠis	
 ﾠused	
 ﾠby	
 ﾠthe	
 ﾠframework	
 ﾠ
to	
 ﾠdistinguish	
 ﾠthe	
 ﾠtype	
 ﾠof	
 ﾠobject	
 ﾠto	
 ﾠadd	
 ﾠin	
 ﾠthe	
 ﾠpageSprite,	
 ﾠas	
 ﾠwe	
 ﾠhave	
 ﾠ
already	
 ﾠseen	
 ﾠin	
 ﾠalgorithm	
 ﾠ5.2.	
 ﾠ
	
 ﾠ	
 ﾠ 	
 ﾠ
	
 ﾠ
	
 ﾠ
•  ALTText:	
 ﾠ the	
 ﾠ class	
 ﾠ extends	
 ﾠ ALTGraphic,	
 ﾠ as	
 ﾠ ALTImage	
 ﾠ does.	
 ﾠ It	
 ﾠ has	
 ﾠ a	
 ﾠ
property	
 ﾠof	
 ﾠtype	
 ﾠNSTextStorage	
 ﾠthat	
 ﾠholds	
 ﾠthe	
 ﾠtext	
 ﾠthe	
 ﾠclass	
 ﾠhas	
 ﾠto	
 ﾠ
render	
 ﾠ on	
 ﾠ the	
 ﾠ screen.	
 ﾠ The	
 ﾠ class	
 ﾠ overwrites	
 ﾠ drawContentsInView: 
isBeingCreatedOrEditing:  method	
 ﾠ to	
 ﾠ draw	
 ﾠ the	
 ﾠ text	
 ﾠ in	
 ﾠ the	
 ﾠ
ALTEditorView	
 ﾠinstance.	
 ﾠ	
 ﾠ
The	
 ﾠ class	
 ﾠ also	
 ﾠ provides	
 ﾠ methods	
 ﾠ to	
 ﾠ create	
 ﾠ an	
 ﾠ NSTextView	
 ﾠ instance	
 ﾠ
when	
 ﾠthe	
 ﾠuser	
 ﾠwants	
 ﾠto	
 ﾠedit	
 ﾠthe	
 ﾠtext	
 ﾠ(i.e.	
 ﾠwhen	
 ﾠhe	
 ﾠdouble-ﾭ‐clicks	
 ﾠon	
 ﾠit).	
 ﾠ
Obviously,	
 ﾠthe	
 ﾠclass	
 ﾠhas	
 ﾠmethods	
 ﾠto	
 ﾠencode	
 ﾠand	
 ﾠdecode	
 ﾠits	
 ﾠproperties	
 ﾠ
and	
 ﾠit	
 ﾠoverwrites	
 ﾠpropertyListRepresentation in	
 ﾠorder	
 ﾠto	
 ﾠinsert	
 ﾠthe	
 ﾠ
following	
 ﾠkey-ﾭ‐value	
 ﾠentries	
 ﾠin	
 ﾠthe	
 ﾠdictionary	
 ﾠto	
 ﾠbe	
 ﾠreturned:	
 ﾠ
	
 ﾠ
KEY	
 ﾠ VALUE	
 ﾠ
“contents”	
 ﾠ contents.mutableString	
 ﾠ
“type”	
 ﾠ “text”	
 ﾠ
“fontName”	
 ﾠ contents.font	
 ﾠ
“fontSize”	
 ﾠ contents.fontSize	
 ﾠ
	
 ﾠ
The	
 ﾠ first	
 ﾠ entry	
 ﾠ is	
 ﾠ used	
 ﾠ by	
 ﾠ the	
 ﾠ framework	
 ﾠ to	
 ﾠ load	
 ﾠ the	
 ﾠ text	
 ﾠ in	
 ﾠ the	
 ﾠ
pageSprite,	
 ﾠthe	
 ﾠlast	
 ﾠtwos	
 ﾠare	
 ﾠused	
 ﾠto	
 ﾠadjust	
 ﾠthe	
 ﾠfont.	
 ﾠ
6.4.2  IMPLEMENTATION	
 ﾠOF	
 ﾠTHE	
 ﾠVIEW	
 ﾠ
ALTEditorView	
 ﾠ implements	
 ﾠ the	
 ﾠ algorithms	
 ﾠ seen	
 ﾠ in	
 ﾠ 6.3.2.	
 ﾠ Our	
 ﾠ application	
 ﾠ
architecture	
 ﾠmixes	
 ﾠthe	
 ﾠclassic	
 ﾠMVC	
 ﾠwith	
 ﾠthe	
 ﾠso-ﾭ‐called	
 ﾠdirect	
 ﾠview	
 ﾠand	
 ﾠdata	
 ﾠ
model	
 ﾠbinding.	
 ﾠAs	
 ﾠalready	
 ﾠmentioned	
 ﾠin	
 ﾠthe	
 ﾠdesign	
 ﾠsection,	
 ﾠthere	
 ﾠis	
 ﾠan	
 ﾠarray	
 ﾠ
controller	
 ﾠ in	
 ﾠ the	
 ﾠ xib	
 ﾠ file	
 ﾠ of	
 ﾠ the	
 ﾠ document-ﾭ‐editing	
 ﾠ view	
 ﾠ (called	
 ﾠ
ALTDocument.xib).	
 ﾠ The	
 ﾠ array	
 ﾠ controller	
 ﾠ acts	
 ﾠ as	
 ﾠ a	
 ﾠ broker	
 ﾠ between	
 ﾠ the	
 ﾠ
ALTDocument	
 ﾠclass	
 ﾠand	
 ﾠthe	
 ﾠALTGraphic	
 ﾠview	
 ﾠfor	
 ﾠthe	
 ﾠselection	
 ﾠmanagement.	
 ﾠIn	
 ﾠ
fact	
 ﾠ the	
 ﾠ array	
 ﾠ controller	
 ﾠ has	
 ﾠ a	
 ﾠ useful	
 ﾠ function:	
 ﾠ it	
 ﾠ holds	
 ﾠ a	
 ﾠ property	
 ﾠ of	
 ﾠ type	
 ﾠ
NSIndexSet	
 ﾠ that	
 ﾠ is	
 ﾠ used	
 ﾠ to	
 ﾠ track	
 ﾠ the	
 ﾠ currently	
 ﾠ objects	
 ﾠ selected	
 ﾠ in	
 ﾠ the	
 ﾠ
“controlled”	
 ﾠarray.	
 ﾠMoreover	
 ﾠit	
 ﾠhas	
 ﾠuseful	
 ﾠmethods	
 ﾠto	
 ﾠget	
 ﾠand	
 ﾠset	
 ﾠthe	
 ﾠindex	
 ﾠ
set.	
 ﾠALTEditorView	
 ﾠinstance	
 ﾠis	
 ﾠbound	
 ﾠto	
 ﾠthe	
 ﾠindex	
 ﾠset	
 ﾠof	
 ﾠthe	
 ﾠarray	
 ﾠcontroller	
 ﾠ
(this	
 ﾠtype	
 ﾠof	
 ﾠbinding	
 ﾠhas	
 ﾠbeen	
 ﾠmade	
 ﾠprogrammatically,	
 ﾠnot	
 ﾠthrough	
 ﾠinterface	
 ﾠ
builder).	
 ﾠIn	
 ﾠthis	
 ﾠway	
 ﾠwhenever	
 ﾠsome	
 ﾠnew	
 ﾠobject	
 ﾠis	
 ﾠselected	
 ﾠor	
 ﾠdeselected	
 ﾠby	
 ﾠ
the	
 ﾠuser,	
 ﾠthe	
 ﾠcorrespondent	
 ﾠmethod	
 ﾠto	
 ﾠchange	
 ﾠthe	
 ﾠselection	
 ﾠindexes	
 ﾠof	
 ﾠthe	
 ﾠ
array	
 ﾠcontroller	
 ﾠis	
 ﾠinvoked	
 ﾠfrom	
 ﾠthe	
 ﾠeditorView.	
 ﾠSince	
 ﾠALTEditorView	
 ﾠinstance	
 ﾠ
is	
 ﾠbound	
 ﾠto	
 ﾠthe	
 ﾠarray	
 ﾠcontroller,	
 ﾠthis	
 ﾠmethod	
 ﾠis	
 ﾠable	
 ﾠto	
 ﾠdirectly	
 ﾠmodify	
 ﾠthe	
 ﾠ
selection	
 ﾠindexes	
 ﾠset	
 ﾠof	
 ﾠthe	
 ﾠarray	
 ﾠcontroller.	
 ﾠWhenever	
 ﾠthe	
 ﾠdisplay	
 ﾠis	
 ﾠupdated,	
 ﾠ	
 ﾠ
the	
 ﾠALTEditorView	
 ﾠretrieves	
 ﾠthe	
 ﾠindex	
 ﾠset	
 ﾠthat	
 ﾠis	
 ﾠbound	
 ﾠto	
 ﾠand	
 ﾠuses	
 ﾠit	
 ﾠto	
 ﾠdraw	
 ﾠ
the	
 ﾠselection	
 ﾠhandles	
 ﾠaround	
 ﾠselected	
 ﾠobjects.	
 ﾠ
Bindings	
 ﾠare	
 ﾠalso	
 ﾠused	
 ﾠto	
 ﾠimplement	
 ﾠthe	
 ﾠinspectors	
 ﾠshown	
 ﾠin	
 ﾠthe	
 ﾠright	
 ﾠ
column	
 ﾠ(see	
 ﾠthe	
 ﾠconcept	
 ﾠof	
 ﾠthe	
 ﾠdocument	
 ﾠview	
 ﾠin	
 ﾠfigure	
 ﾠ6.2)	
 ﾠof	
 ﾠthe	
 ﾠdocument	
 ﾠ
view.	
 ﾠFor	
 ﾠexample	
 ﾠthe	
 ﾠtext	
 ﾠfields	
 ﾠof	
 ﾠthe	
 ﾠDimensions	
 ﾠinspector	
 ﾠare	
 ﾠbound	
 ﾠto	
 ﾠthe	
 ﾠ
properties	
 ﾠof	
 ﾠthe	
 ﾠcurrent	
 ﾠselected	
 ﾠobject	
 ﾠin	
 ﾠthe	
 ﾠarray	
 ﾠcontroller.	
 ﾠIn	
 ﾠthis	
 ﾠway	
 ﾠthe	
 ﾠ
text	
 ﾠ fields	
 ﾠ show	
 ﾠ the	
 ﾠ dimensions	
 ﾠ of	
 ﾠ the	
 ﾠ current	
 ﾠ selected	
 ﾠ object,	
 ﾠ and	
 ﾠ get	
 ﾠ
updated	
 ﾠin	
 ﾠreal	
 ﾠtime	
 ﾠwhenever	
 ﾠthe	
 ﾠuser	
 ﾠdrags	
 ﾠor	
 ﾠresizes	
 ﾠthe	
 ﾠselected	
 ﾠobject.	
 ﾠ
With	
 ﾠthis	
 ﾠmechanism	
 ﾠsetting	
 ﾠthe	
 ﾠposition	
 ﾠand	
 ﾠthe	
 ﾠdimension	
 ﾠfrom	
 ﾠthe	
 ﾠtext	
 ﾠfield	
 ﾠ
is	
 ﾠ possible	
 ﾠ too.	
 ﾠ If	
 ﾠ there	
 ﾠ is	
 ﾠ more	
 ﾠ than	
 ﾠ one	
 ﾠ object	
 ﾠ selected,	
 ﾠ then	
 ﾠ the	
 ﾠ fields	
 ﾠ
automatically	
 ﾠ show	
 ﾠ the	
 ﾠ special	
 ﾠ message	
 ﾠ “multiple	
 ﾠ values”	
 ﾠ instead	
 ﾠ of	
 ﾠ the	
 ﾠ
coordinates.	
 ﾠHowever	
 ﾠsetting	
 ﾠthe	
 ﾠposition	
 ﾠfrom	
 ﾠthe	
 ﾠinspector	
 ﾠis	
 ﾠstill	
 ﾠpossible.	
 ﾠ
The	
 ﾠsame	
 ﾠidea	
 ﾠwas	
 ﾠdesigned	
 ﾠfor	
 ﾠthe	
 ﾠAnimation	
 ﾠinspector,	
 ﾠbut	
 ﾠit	
 ﾠhas	
 ﾠnot	
 ﾠbeen	
 ﾠ
implement	
 ﾠyet.	
 ﾠ
6.4.3  IMPLEMENTATION	
 ﾠOF	
 ﾠTHE	
 ﾠCONTROLLER	
 ﾠ
The	
 ﾠ ALTDocument	
 ﾠ class	
 ﾠ implements	
 ﾠ all	
 ﾠ the	
 ﾠ actions	
 ﾠ described	
 ﾠ in	
 ﾠ 6.3.3	
 ﾠ as	
 ﾠ
IBActions
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 ﾠIt	
 ﾠhas	
 ﾠan	
 ﾠoutlet	
 ﾠthat	
 ﾠrefers	
 ﾠto	
 ﾠthe	
 ﾠALTEdtorView	
 ﾠinstance,	
 ﾠcalled	
 ﾠ
editorView.	
 ﾠ Moreover,	
 ﾠ there	
 ﾠ is	
 ﾠ a	
 ﾠ property	
 ﾠ of	
 ﾠ type	
 ﾠ NSMutableArray	
 ﾠ called	
 ﾠ
currentPageGraphics,	
 ﾠ which	
 ﾠ lists	
 ﾠ the	
 ﾠ graphics	
 ﾠ of	
 ﾠ the	
 ﾠ current	
 ﾠ page	
 ﾠ to	
 ﾠ be	
 ﾠ
rendered	
 ﾠon	
 ﾠthe	
 ﾠscreen	
 ﾠand	
 ﾠwhich	
 ﾠthe	
 ﾠarray	
 ﾠcontroller	
 ﾠis	
 ﾠbound	
 ﾠto.	
 ﾠThere	
 ﾠis	
 ﾠ
also	
 ﾠanother	
 ﾠNSMutableArray	
 ﾠcalled	
 ﾠpages,	
 ﾠwhich	
 ﾠlists	
 ﾠthe	
 ﾠpages	
 ﾠof	
 ﾠthe	
 ﾠbook.	
 ﾠ
The	
 ﾠ i-ﾭ‐th	
 ﾠ element	
 ﾠ of	
 ﾠ pages	
 ﾠ is	
 ﾠ an	
 ﾠ array	
 ﾠ of	
 ﾠ graphic	
 ﾠ objects,	
 ﾠ representing	
 ﾠ the	
 ﾠ
graphics	
 ﾠof	
 ﾠi-ﾭ‐th	
 ﾠpage.	
 ﾠIn	
 ﾠalgorithm	
 ﾠ6.1	
 ﾠwe	
 ﾠsaid	
 ﾠthat	
 ﾠthe	
 ﾠALTEditorView	
 ﾠretrieves	
 ﾠ
the	
 ﾠ list	
 ﾠ of	
 ﾠ graphical	
 ﾠ objects	
 ﾠ from	
 ﾠ the	
 ﾠ controller.	
 ﾠ This	
 ﾠ is	
 ﾠ achieved	
 ﾠ via	
 ﾠ the	
 ﾠ
delegation	
 ﾠpattern
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 ﾠMore	
 ﾠspecifically,	
 ﾠthe	
 ﾠALTEditorView	
 ﾠinterface	
 ﾠdeclares	
 ﾠa	
 ﾠ
protocol	
 ﾠ called	
 ﾠ ALTEditorViewDelegate  with	
 ﾠ a	
 ﾠ method	
 ﾠ called	
 ﾠ
graphicsForEditorView.	
 ﾠ ALTDocument	
 ﾠ implements	
 ﾠ this	
 ﾠ protocol:	
 ﾠ
graphicsForEditorView simply	
 ﾠ returns	
 ﾠ the	
 ﾠ currentPageGraphics	
 ﾠ array.	
 ﾠ
Following	
 ﾠ this	
 ﾠ pattern,	
 ﾠ in	
 ﾠ the	
 ﾠ awakeFromNib	
 ﾠ method	
 ﾠ of	
 ﾠ ALTDocument,	
 ﾠ the	
 ﾠ
delegate	
 ﾠof	
 ﾠeditorView	
 ﾠis	
 ﾠset	
 ﾠto	
 ﾠself.	
 ﾠIn	
 ﾠthis	
 ﾠway	
 ﾠwhen	
 ﾠthe	
 ﾠALTEditorView	
 ﾠ
instance	
 ﾠ will	
 ﾠ need	
 ﾠ the	
 ﾠ array	
 ﾠ of	
 ﾠ graphic	
 ﾠ objects,	
 ﾠ it	
 ﾠ will	
 ﾠ simply	
 ﾠ send	
 ﾠ the	
 ﾠ
graphicsForEditorView message	
 ﾠ to	
 ﾠ its	
 ﾠ delegate	
 ﾠ to	
 ﾠ retrieve	
 ﾠ it.	
 ﾠ Another	
 ﾠ
important	
 ﾠstep	
 ﾠdone	
 ﾠin	
 ﾠthe	
 ﾠawakeFromNib method	
 ﾠis	
 ﾠbinding	
 ﾠthe	
 ﾠeditorView	
 ﾠ
to	
 ﾠ the	
 ﾠ selection	
 ﾠ indexes	
 ﾠ property	
 ﾠ of	
 ﾠ the	
 ﾠ array	
 ﾠ controller	
 ﾠ (ALTDocument	
 ﾠ
instance	
 ﾠhas	
 ﾠan	
 ﾠoutlet	
 ﾠto	
 ﾠthe	
 ﾠarray	
 ﾠcontroller).	
 ﾠ
ALTDocument	
 ﾠimplements	
 ﾠthe	
 ﾠmethods	
 ﾠused	
 ﾠto	
 ﾠarchive	
 ﾠits	
 ﾠmodel	
 ﾠ(in	
 ﾠ
order	
 ﾠto	
 ﾠrealize	
 ﾠfile	
 ﾠsaving	
 ﾠand	
 ﾠloading);	
 ﾠthe	
 ﾠtwo	
 ﾠmethods	
 ﾠare:	
 ﾠ
•  dataOfType:error::	
 ﾠ this	
 ﾠ method	
 ﾠ start	
 ﾠ archiving	
 ﾠ the	
 ﾠ pages array;	
 ﾠ
NSArray	
 ﾠhas	
 ﾠ	
 ﾠmethods	
 ﾠto	
 ﾠserialize	
 ﾠitself	
 ﾠand	
 ﾠthat	
 ﾠcauses	
 ﾠthe	
 ﾠobjects	
 ﾠit	
 ﾠ
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 ﾠFor	
 ﾠmore	
 ﾠdetails	
 ﾠabout	
 ﾠIBActions,	
 ﾠsee	
 ﾠAppendix	
 ﾠ(“Communicating	
 ﾠwith	
 ﾠobjects	
 ﾠin	
 ﾠCocoa”	
 ﾠ
paragraph).	
 ﾠ
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 ﾠFor	
 ﾠmore	
 ﾠdetails	
 ﾠabout	
 ﾠdelegation,	
 ﾠsee	
 ﾠAppendix	
 ﾠ(“Communicating	
 ﾠwith	
 ﾠobjects	
 ﾠin	
 ﾠCocoa”	
 ﾠ
paragraph).	
 ﾠ
	
 ﾠ	
 ﾠ 	
 ﾠ
	
 ﾠ
	
 ﾠ
contains	
 ﾠ to	
 ﾠ be	
 ﾠ serialized.	
 ﾠ Using	
 ﾠ the	
 ﾠ methods	
 ﾠ depicted	
 ﾠ in	
 ﾠ 6.4.1	
 ﾠ to	
 ﾠ
encode	
 ﾠtheir	
 ﾠproperties,	
 ﾠthe	
 ﾠobjects	
 ﾠcontained	
 ﾠin	
 ﾠeach	
 ﾠpage	
 ﾠarray	
 ﾠare	
 ﾠ
serialized.	
 ﾠAfter	
 ﾠthis	
 ﾠchain	
 ﾠreaction,	
 ﾠin	
 ﾠwhich	
 ﾠevery	
 ﾠobject	
 ﾠforces	
 ﾠits	
 ﾠ
properties	
 ﾠto	
 ﾠbe	
 ﾠserialized,	
 ﾠthe	
 ﾠresult	
 ﾠis	
 ﾠreturned	
 ﾠby	
 ﾠthe	
 ﾠmethod	
 ﾠas	
 ﾠ
raw	
 ﾠ data.	
 ﾠ When	
 ﾠ the	
 ﾠ user	
 ﾠ clicks	
 ﾠ on	
 ﾠ the	
 ﾠ “Save”	
 ﾠ button,	
 ﾠ the	
 ﾠ
ALTDocument	
 ﾠinstance	
 ﾠinvokes	
 ﾠthis	
 ﾠmethod	
 ﾠto	
 ﾠserialize	
 ﾠdata	
 ﾠand	
 ﾠthen	
 ﾠ
stores	
 ﾠit	
 ﾠautomatically	
 ﾠin	
 ﾠthe	
 ﾠfile	
 ﾠsystem. 
•  	
 ﾠreadFromData:ofType:error::	
 ﾠ this	
 ﾠ method	
 ﾠ is	
 ﾠ invoked	
 ﾠ when	
 ﾠ the	
 ﾠ
user	
 ﾠclicks	
 ﾠon	
 ﾠthe	
 ﾠ“Load”	
 ﾠbutton;	
 ﾠ	
 ﾠin	
 ﾠfact	
 ﾠit	
 ﾠstarts	
 ﾠdeserializing	
 ﾠraw	
 ﾠdata	
 ﾠ
stored	
 ﾠin	
 ﾠthe	
 ﾠfile	
 ﾠsystem	
 ﾠusing	
 ﾠthe	
 ﾠfile	
 ﾠname	
 ﾠchosen	
 ﾠby	
 ﾠthe	
 ﾠuser.	
 ﾠThe	
 ﾠ
methods	
 ﾠmentioned	
 ﾠin	
 ﾠ6.4.1	
 ﾠto	
 ﾠdecode	
 ﾠobjects’	
 ﾠproperties	
 ﾠare	
 ﾠinvoked	
 ﾠ
to	
 ﾠdeserialize	
 ﾠeach	
 ﾠobject	
 ﾠin	
 ﾠthe	
 ﾠpages	
 ﾠarray.	
 ﾠAfter	
 ﾠthis	
 ﾠprocess	
 ﾠwe	
 ﾠwill	
 ﾠ
have	
 ﾠthe	
 ﾠpages	
 ﾠarray	
 ﾠrestored	
 ﾠas	
 ﾠbefore	
 ﾠsaving;	
 ﾠThe	
 ﾠmethod	
 ﾠends	
 ﾠby	
 ﾠ
setting	
 ﾠpages variable	
 ﾠto	
 ﾠthis	
 ﾠrecovered	
 ﾠarray.	
 ﾠThe	
 ﾠmethod	
 ﾠalso	
 ﾠsets	
 ﾠa	
 ﾠ
flag	
 ﾠto	
 ﾠTRUE,	
 ﾠin	
 ﾠorder	
 ﾠto	
 ﾠdistinguish	
 ﾠthat	
 ﾠthe	
 ﾠdata	
 ﾠmodel	
 ﾠhas	
 ﾠbeen	
 ﾠ
loaded	
 ﾠfrom	
 ﾠfile.	
 ﾠIf	
 ﾠthis	
 ﾠflag	
 ﾠis	
 ﾠset	
 ﾠto	
 ﾠTRUE,	
 ﾠawakeFromNib: method	
 ﾠ
avoids	
 ﾠinitializing	
 ﾠpages	
 ﾠproperty. 
 	
 ﾠ
7  CONCLUSIONS	
 ﾠ
In	
 ﾠthis	
 ﾠproject	
 ﾠwe	
 ﾠdesigned	
 ﾠand	
 ﾠimplemented	
 ﾠa	
 ﾠframework	
 ﾠin	
 ﾠorder	
 ﾠto	
 ﾠcreate	
 ﾠ
interactive	
 ﾠbooks	
 ﾠwithout	
 ﾠprogramming	
 ﾠthem	
 ﾠfrom	
 ﾠscratch,	
 ﾠbut	
 ﾠrather	
 ﾠediting	
 ﾠ
an	
 ﾠ XML	
 ﾠ file	
 ﾠ that	
 ﾠ describes	
 ﾠ its	
 ﾠ geometry,	
 ﾠ it	
 ﾠ graphical	
 ﾠ representation,	
 ﾠ its	
 ﾠ
animations	
 ﾠand	
 ﾠthe	
 ﾠinteractions	
 ﾠwith	
 ﾠthe	
 ﾠuser.	
 ﾠMoreover,	
 ﾠwe	
 ﾠcreated	
 ﾠalso	
 ﾠan	
 ﾠ
editor,	
 ﾠ in	
 ﾠ order	
 ﾠ to	
 ﾠ edit	
 ﾠ the	
 ﾠ XML	
 ﾠ file	
 ﾠ in	
 ﾠ a	
 ﾠ WYSIWYG
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 ﾠmanner.	
 ﾠ 	
 ﾠ With	
 ﾠ the	
 ﾠ
possibilities	
 ﾠto	
 ﾠspeed	
 ﾠup	
 ﾠthe	
 ﾠprocess	
 ﾠof	
 ﾠcreation	
 ﾠof	
 ﾠinteractive	
 ﾠbooks,	
 ﾠAltera	
 ﾠ
and	
 ﾠWare’s	
 ﾠMe	
 ﾠcompany	
 ﾠdecided	
 ﾠto	
 ﾠproduce	
 ﾠa	
 ﾠseries	
 ﾠof	
 ﾠinteractive	
 ﾠbooks	
 ﾠand	
 ﾠ
to	
 ﾠsell	
 ﾠthem	
 ﾠon	
 ﾠthe	
 ﾠApple	
 ﾠiOS	
 ﾠApp	
 ﾠStore.	
 ﾠNowadays	
 ﾠI	
 ﾠam	
 ﾠusing	
 ﾠthe	
 ﾠframework	
 ﾠ
and	
 ﾠthe	
 ﾠeditor	
 ﾠto	
 ﾠdevelop	
 ﾠtwo	
 ﾠother	
 ﾠinteractive	
 ﾠbook,	
 ﾠcalled	
 ﾠ“Oswald”	
 ﾠand	
 ﾠ
“Aliens”.	
 ﾠ Obviously	
 ﾠ not	
 ﾠ all	
 ﾠ the	
 ﾠ features	
 ﾠ listed	
 ﾠ in	
 ﾠ chapter	
 ﾠ 4	
 ﾠ have	
 ﾠ been	
 ﾠ
implemented	
 ﾠand	
 ﾠwe	
 ﾠdecided	
 ﾠto	
 ﾠuse	
 ﾠthe	
 ﾠframework	
 ﾠto	
 ﾠrealize	
 ﾠonly	
 ﾠthe	
 ﾠalready	
 ﾠ
implemented	
 ﾠones.	
 ﾠThe	
 ﾠidea	
 ﾠis	
 ﾠto	
 ﾠhardcode	
 ﾠin	
 ﾠthe	
 ﾠinteractive	
 ﾠbook	
 ﾠapplication	
 ﾠ
the	
 ﾠfeatures	
 ﾠthat	
 ﾠare	
 ﾠnot	
 ﾠprovided	
 ﾠby	
 ﾠthe	
 ﾠframework.	
 ﾠWe	
 ﾠwill	
 ﾠsee	
 ﾠin	
 ﾠthe	
 ﾠnext	
 ﾠ
paragraph	
 ﾠwhat	
 ﾠremains	
 ﾠto	
 ﾠdo	
 ﾠin	
 ﾠorder	
 ﾠto	
 ﾠgive	
 ﾠto	
 ﾠthe	
 ﾠframework	
 ﾠand	
 ﾠto	
 ﾠthe	
 ﾠ
editor	
 ﾠthe	
 ﾠmaximum	
 ﾠexpressiveness.	
 ﾠ
7.1  FUTURE	
 ﾠWORK	
 ﾠ
As	
 ﾠalready	
 ﾠsaid	
 ﾠthere	
 ﾠare	
 ﾠsome	
 ﾠfeatures	
 ﾠnot	
 ﾠyet	
 ﾠimplemented:	
 ﾠ
•  FRAMEWORK:	
 ﾠ
o  Make	
 ﾠobjects	
 ﾠdraggable:	
 ﾠthis	
 ﾠis	
 ﾠthe	
 ﾠmost	
 ﾠimportant	
 ﾠfeature	
 ﾠto	
 ﾠ
develop	
 ﾠin	
 ﾠthe	
 ﾠfuture.	
 ﾠ
o  Accomplish	
 ﾠthe	
 ﾠdevelopment	
 ﾠof	
 ﾠthe	
 ﾠtriggering	
 ﾠsystem.	
 ﾠ
o  Puzzle	
 ﾠgame.	
 ﾠ
o  Filling	
 ﾠgame.	
 ﾠ
o  Showing	
 ﾠcredits	
 ﾠto	
 ﾠthe	
 ﾠuser.	
 ﾠ
o  Choosing	
 ﾠthe	
 ﾠlanguage	
 ﾠof	
 ﾠthe	
 ﾠbook.	
 ﾠ
•  EDITOR	
 ﾠ
o  Adding	
 ﾠsounds	
 ﾠ
o  Specifying	
 ﾠanimations	
 ﾠof	
 ﾠobjects	
 ﾠin	
 ﾠa	
 ﾠpage	
 ﾠ
o  Specifying	
 ﾠtriggering	
 ﾠof	
 ﾠobjects	
 ﾠ
o  Specifying	
 ﾠdraggable	
 ﾠobjects.	
 ﾠ
These	
 ﾠare	
 ﾠthe	
 ﾠfuture	
 ﾠgoals	
 ﾠof	
 ﾠthe	
 ﾠwork	
 ﾠin	
 ﾠAltera.	
 ﾠWe	
 ﾠestimated	
 ﾠthat	
 ﾠwhen	
 ﾠ
these	
 ﾠgoals	
 ﾠwill	
 ﾠbe	
 ﾠachieved,	
 ﾠwe	
 ﾠwould	
 ﾠbe	
 ﾠable	
 ﾠto	
 ﾠproduce	
 ﾠan	
 ﾠinteractive	
 ﾠbook	
 ﾠ
in	
 ﾠ some	
 ﾠ days	
 ﾠ instead	
 ﾠ of	
 ﾠ several	
 ﾠ weeks	
 ﾠ of	
 ﾠ programming,	
 ﾠ leading	
 ﾠ to	
 ﾠ a	
 ﾠ huge	
 ﾠ
production	
 ﾠspeed.	
 ﾠNote	
 ﾠthat	
 ﾠwith	
 ﾠthe	
 ﾠresults	
 ﾠalready	
 ﾠobtained,	
 ﾠwe	
 ﾠare	
 ﾠable	
 ﾠto	
 ﾠ
create	
 ﾠthe	
 ﾠskeleton	
 ﾠof	
 ﾠan	
 ﾠinteractive	
 ﾠbook	
 ﾠ(i.e.	
 ﾠadding	
 ﾠstatic	
 ﾠimages	
 ﾠand	
 ﾠtexts)	
 ﾠ
with	
 ﾠthe	
 ﾠeditor	
 ﾠin	
 ﾠfew	
 ﾠhours.	
 ﾠWe	
 ﾠare	
 ﾠalso	
 ﾠable	
 ﾠto	
 ﾠinsert	
 ﾠanimations	
 ﾠand	
 ﾠmake	
 ﾠ
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 ﾠWYSIWYG	
 ﾠstands	
 ﾠfor	
 ﾠ“What	
 ﾠYou	
 ﾠSee	
 ﾠIs	
 ﾠWhat	
 ﾠYou	
 ﾠGet”.	
 ﾠThe	
 ﾠterm	
 ﾠis	
 ﾠused	
 ﾠin	
 ﾠcomputing	
 ﾠto	
 ﾠ
describe	
 ﾠ a	
 ﾠ system	
 ﾠ in	
 ﾠ which	
 ﾠ content	
 ﾠ (text	
 ﾠ and	
 ﾠ graphics)	
 ﾠ displayed	
 ﾠ onscreen	
 ﾠ during	
 ﾠ editing	
 ﾠ
appears	
 ﾠ in	
 ﾠ a	
 ﾠ form	
 ﾠ closely	
 ﾠ corresponding	
 ﾠ to	
 ﾠ its	
 ﾠ appearance	
 ﾠ when	
 ﾠ printed	
 ﾠ or	
 ﾠ displayed	
 ﾠ as	
 ﾠ a	
 ﾠ
finished	
 ﾠproduct (WYSIWYG).	
 ﾠ	
 ﾠ 	
 ﾠ
	
 ﾠ
	
 ﾠ
objects	
 ﾠ react	
 ﾠ to	
 ﾠ user	
 ﾠ touches	
 ﾠ in	
 ﾠ some	
 ﾠ other	
 ﾠ few	
 ﾠ hours	
 ﾠ editing	
 ﾠ the	
 ﾠ XML	
 ﾠ
property	
 ﾠlist	
 ﾠfile.	
 ﾠThis	
 ﾠis	
 ﾠalready	
 ﾠan	
 ﾠimportant	
 ﾠresult,	
 ﾠand	
 ﾠwe	
 ﾠestimated	
 ﾠthat	
 ﾠit	
 ﾠ
allows	
 ﾠsaving	
 ﾠsomething	
 ﾠlike	
 ﾠa	
 ﾠweek	
 ﾠof	
 ﾠwork.	
 ﾠWe	
 ﾠalso	
 ﾠestimated	
 ﾠthat,	
 ﾠin	
 ﾠorder	
 ﾠ
to	
 ﾠcreate	
 ﾠan	
 ﾠinteractive	
 ﾠbook	
 ﾠfrom	
 ﾠscratch,	
 ﾠwe	
 ﾠneed	
 ﾠabout	
 ﾠthree	
 ﾠweeks.	
 ﾠThus,	
 ﾠ
we	
 ﾠcan	
 ﾠsave	
 ﾠthe	
 ﾠ33%	
 ﾠof	
 ﾠtime	
 ﾠfor	
 ﾠeach	
 ﾠbook.	
 ﾠ
The	
 ﾠlast	
 ﾠimportant	
 ﾠphase	
 ﾠwill	
 ﾠbe	
 ﾠselling	
 ﾠthe	
 ﾠeditor	
 ﾠand	
 ﾠthe	
 ﾠframework	
 ﾠon	
 ﾠthe	
 ﾠ
App	
 ﾠStore,	
 ﾠallowing	
 ﾠanyone	
 ﾠwho	
 ﾠwants	
 ﾠto	
 ﾠdevelop	
 ﾠan	
 ﾠinteractive	
 ﾠbook	
 ﾠto	
 ﾠdo	
 ﾠ
this	
 ﾠin	
 ﾠa	
 ﾠcompletely	
 ﾠfree	
 ﾠmanner.	
 ﾠ
	
 ﾠ
	
 ﾠ
	
 ﾠ	
 ﾠ
8  APPENDIX	
 ﾠ
8.1  PROPERTY	
 ﾠLISTS	
 ﾠ
A	
 ﾠproperty	
 ﾠlist	
 ﾠis	
 ﾠa	
 ﾠstructured	
 ﾠdata	
 ﾠrepresentation	
 ﾠused	
 ﾠby	
 ﾠCocoa	
 ﾠand	
 ﾠCore	
 ﾠ
Foundation	
 ﾠas	
 ﾠa	
 ﾠconvenient	
 ﾠway	
 ﾠto	
 ﾠstore,	
 ﾠorganize,	
 ﾠand	
 ﾠaccess	
 ﾠstandard	
 ﾠtypes	
 ﾠ
of	
 ﾠdata	
 ﾠ(About property lists).	
 ﾠIt	
 ﾠis	
 ﾠcolloquially	
 ﾠreferred	
 ﾠto	
 ﾠas	
 ﾠa	
 ﾠ“plist.”	
 ﾠProperty	
 ﾠ
lists	
 ﾠare	
 ﾠused	
 ﾠextensively	
 ﾠby	
 ﾠapplications	
 ﾠand	
 ﾠother	
 ﾠsoftware	
 ﾠon	
 ﾠMac	
 ﾠOS	
 ﾠX	
 ﾠand	
 ﾠ
iOS.	
 ﾠ
They	
 ﾠare	
 ﾠbased	
 ﾠon	
 ﾠan	
 ﾠabstraction	
 ﾠfor	
 ﾠexpressing	
 ﾠsimple	
 ﾠhierarchies	
 ﾠof	
 ﾠdata.	
 ﾠThe	
 ﾠ
items	
 ﾠof	
 ﾠdata	
 ﾠin	
 ﾠa	
 ﾠproperty	
 ﾠlist	
 ﾠare	
 ﾠof	
 ﾠa	
 ﾠlimited	
 ﾠnumber	
 ﾠof	
 ﾠtypes.	
 ﾠSome	
 ﾠtypes	
 ﾠ
are	
 ﾠfor	
 ﾠprimitive	
 ﾠvalues	
 ﾠand	
 ﾠothers	
 ﾠare	
 ﾠfor	
 ﾠcontainers	
 ﾠof	
 ﾠvalues.	
 ﾠThe	
 ﾠprimitive	
 ﾠ
types	
 ﾠare:	
 ﾠ
•  Strings	
 ﾠ	
 ﾠ
•  Numbers	
 ﾠ
•  Binary	
 ﾠdata	
 ﾠ
•  	
 ﾠDates	
 ﾠ
•  Boolean	
 ﾠvalues.	
 ﾠ	
 ﾠ
The	
 ﾠcontainers	
 ﾠare:	
 ﾠ
•  Arrays	
 ﾠ
•  Dictionaries	
 ﾠ
	
 ﾠThe	
 ﾠcontainers	
 ﾠcan	
 ﾠcontain	
 ﾠother	
 ﾠcontainers	
 ﾠas	
 ﾠwell	
 ﾠas	
 ﾠthe	
 ﾠprimitive	
 ﾠtypes.	
 ﾠ
Thus	
 ﾠwe	
 ﾠmight	
 ﾠhave	
 ﾠan	
 ﾠarray	
 ﾠof	
 ﾠdictionaries,	
 ﾠand	
 ﾠeach	
 ﾠdictionary	
 ﾠmight	
 ﾠcontain	
 ﾠ
other	
 ﾠarrays	
 ﾠand	
 ﾠdictionaries,	
 ﾠas	
 ﾠwell	
 ﾠas	
 ﾠthe	
 ﾠprimitive	
 ﾠtypes.	
 ﾠA	
 ﾠroot	
 ﾠproperty-ﾭ‐
list	
 ﾠobject	
 ﾠis	
 ﾠat	
 ﾠthe	
 ﾠtop	
 ﾠof	
 ﾠthis	
 ﾠhierarchy,	
 ﾠand	
 ﾠin	
 ﾠalmost	
 ﾠall	
 ﾠcases	
 ﾠis	
 ﾠa	
 ﾠdictionary	
 ﾠ
or	
 ﾠan	
 ﾠarray.	
 ﾠNote,	
 ﾠhowever,	
 ﾠthat	
 ﾠa	
 ﾠroot	
 ﾠproperty-ﾭ‐list	
 ﾠobject	
 ﾠdoes	
 ﾠnot	
 ﾠhave	
 ﾠto	
 ﾠbe	
 ﾠ
a	
 ﾠdictionary	
 ﾠor	
 ﾠarray;	
 ﾠfor	
 ﾠexample,	
 ﾠwe	
 ﾠcould	
 ﾠhave	
 ﾠa	
 ﾠsingle	
 ﾠstring,	
 ﾠnumber,	
 ﾠor	
 ﾠ
date,	
 ﾠand	
 ﾠthat	
 ﾠprimitive	
 ﾠvalue	
 ﾠby	
 ﾠitself	
 ﾠcan	
 ﾠconstitute	
 ﾠa	
 ﾠproperty	
 ﾠlist.	
 ﾠ
From	
 ﾠthe	
 ﾠbasic	
 ﾠabstraction	
 ﾠderives	
 ﾠboth	
 ﾠa	
 ﾠstatic	
 ﾠrepresentation	
 ﾠof	
 ﾠthe	
 ﾠ
property-ﾭ‐list	
 ﾠdata	
 ﾠand	
 ﾠa	
 ﾠruntime	
 ﾠrepresentation	
 ﾠof	
 ﾠthe	
 ﾠproperty	
 ﾠlist.	
 ﾠThe	
 ﾠstatic	
 ﾠ
representation	
 ﾠof	
 ﾠa	
 ﾠproperty	
 ﾠlist,	
 ﾠwhich	
 ﾠis	
 ﾠused	
 ﾠfor	
 ﾠstorage,	
 ﾠcan	
 ﾠbe	
 ﾠeither	
 ﾠXML	
 ﾠ
or	
 ﾠ binary	
 ﾠ data.	
 ﾠ (The	
 ﾠ binary	
 ﾠ version	
 ﾠ is	
 ﾠ a	
 ﾠ more	
 ﾠ compact	
 ﾠ form	
 ﾠ of	
 ﾠ the	
 ﾠ XML	
 ﾠ
property	
 ﾠ list.)	
 ﾠ In	
 ﾠ XML,	
 ﾠ each	
 ﾠ type	
 ﾠ is	
 ﾠ represented	
 ﾠ by	
 ﾠ a	
 ﾠ certain	
 ﾠ element.	
 ﾠ The	
 ﾠ
runtime	
 ﾠrepresentation	
 ﾠof	
 ﾠa	
 ﾠproperty	
 ﾠlist	
 ﾠis	
 ﾠbased	
 ﾠon	
 ﾠobjects	
 ﾠcorresponding	
 ﾠto	
 ﾠ
the	
 ﾠabstract	
 ﾠtypes.	
 ﾠThe	
 ﾠobjects	
 ﾠcan	
 ﾠbe	
 ﾠCocoa	
 ﾠor	
 ﾠCore	
 ﾠFoundation	
 ﾠobjects.	
 ﾠThe	
 ﾠ
following	
 ﾠtable	
 ﾠlists	
 ﾠthe	
 ﾠtypes	
 ﾠand	
 ﾠtheir	
 ﾠcorresponding	
 ﾠrepresentations.	
 ﾠ
	
 ﾠ
Abstract	
 ﾠType	
 ﾠ XML	
 ﾠelement	
 ﾠ Cocoa	
 ﾠClass	
 ﾠ
array	
 ﾠ <array>  NSArray	
 ﾠ
dictionary	
 ﾠ <dict>  NSDictionary	
 ﾠ
string	
 ﾠ <string>  NSString	
 ﾠ
data	
 ﾠ <data>  NSData	
 ﾠ
date	
 ﾠ <date>  	
 ﾠNSDate	
 ﾠ	
 ﾠ 	
 ﾠ
	
 ﾠ
	
 ﾠ
number	
 ﾠ-ﾭ‐	
 ﾠinteger	
 ﾠ <integer>  NSNumber	
 ﾠ(intValue)	
 ﾠ
number	
 ﾠ-ﾭ‐	
 ﾠfloating	
 ﾠpoint	
 ﾠ <real>  NSNumber	
 ﾠ(floatValue)	
 ﾠ
boolean	
 ﾠ <true/> or	
 ﾠ<false/>  NSNumber	
 ﾠ
	
 ﾠ
By	
 ﾠconvention,	
 ﾠeach	
 ﾠCocoa	
 ﾠobject	
 ﾠlisted	
 ﾠin	
 ﾠthe	
 ﾠtable	
 ﾠis	
 ﾠcalled	
 ﾠa	
 ﾠproperty-ﾭ‐list	
 ﾠ
object.	
 ﾠ Conceptually,	
 ﾠ one	
 ﾠ can	
 ﾠ think	
 ﾠ of	
 ﾠ “property	
 ﾠ list”	
 ﾠ as	
 ﾠ being	
 ﾠ an	
 ﾠ abstract	
 ﾠ
superclass	
 ﾠof	
 ﾠall	
 ﾠthese	
 ﾠclasses.	
 ﾠIf	
 ﾠsome	
 ﾠmethod	
 ﾠor	
 ﾠfunction	
 ﾠreturns	
 ﾠa	
 ﾠproperty	
 ﾠ
list	
 ﾠobject,	
 ﾠthen	
 ﾠit	
 ﾠmust	
 ﾠbe	
 ﾠan	
 ﾠinstance	
 ﾠof	
 ﾠone	
 ﾠof	
 ﾠthese	
 ﾠtypes,	
 ﾠbut	
 ﾠa	
 ﾠpriori	
 ﾠone	
 ﾠ
may	
 ﾠnot	
 ﾠknow	
 ﾠwhich	
 ﾠtype.	
 ﾠIf	
 ﾠa	
 ﾠproperty-ﾭ‐list	
 ﾠobject	
 ﾠis	
 ﾠa	
 ﾠcontainer	
 ﾠ(that	
 ﾠis,	
 ﾠan	
 ﾠ
array	
 ﾠor	
 ﾠdictionary),	
 ﾠall	
 ﾠobjects	
 ﾠcontained	
 ﾠwithin	
 ﾠit	
 ﾠmust	
 ﾠalso	
 ﾠbe	
 ﾠproperty-ﾭ‐list	
 ﾠ
objects.	
 ﾠIf	
 ﾠan	
 ﾠarray	
 ﾠor	
 ﾠdictionary	
 ﾠcontains	
 ﾠobjects	
 ﾠthat	
 ﾠare	
 ﾠnot	
 ﾠproperty-ﾭ‐list	
 ﾠ
objects,	
 ﾠ then	
 ﾠ the	
 ﾠ hierarchy	
 ﾠ of	
 ﾠ data	
 ﾠ cannot	
 ﾠ be	
 ﾠ saved	
 ﾠ or	
 ﾠ restored	
 ﾠ using	
 ﾠ the	
 ﾠ
various	
 ﾠ property-ﾭ‐list	
 ﾠ methods	
 ﾠ and	
 ﾠ functions.	
 ﾠ Although	
 ﾠ NSDictionary	
 ﾠ objects	
 ﾠ
allow	
 ﾠtheir	
 ﾠkeys	
 ﾠto	
 ﾠbe	
 ﾠobjects	
 ﾠof	
 ﾠany	
 ﾠtype,	
 ﾠif	
 ﾠthe	
 ﾠkeys	
 ﾠare	
 ﾠnot	
 ﾠstring	
 ﾠobjects,	
 ﾠthe	
 ﾠ
collections	
 ﾠare	
 ﾠnot	
 ﾠproperty-ﾭ‐list	
 ﾠobjects.	
 ﾠ
A	
 ﾠproperty	
 ﾠlist	
 ﾠcan	
 ﾠbe	
 ﾠstored	
 ﾠin	
 ﾠone	
 ﾠof	
 ﾠthree	
 ﾠdifferent	
 ﾠways:	
 ﾠin	
 ﾠan	
 ﾠXML	
 ﾠ
representation,	
 ﾠ in	
 ﾠ a	
 ﾠ binary	
 ﾠ format,	
 ﾠ or	
 ﾠ in	
 ﾠ an	
 ﾠ “old-ﾭ‐style”	
 ﾠ ASCII	
 ﾠ format.	
 ﾠ The	
 ﾠ
programmer	
 ﾠcan	
 ﾠserialize	
 ﾠproperty	
 ﾠlists	
 ﾠin	
 ﾠthe	
 ﾠXML	
 ﾠand	
 ﾠbinary	
 ﾠformats.	
 ﾠThe	
 ﾠ
serialization	
 ﾠAPI	
 ﾠwith	
 ﾠthe	
 ﾠold-ﾭ‐style	
 ﾠformat	
 ﾠis	
 ﾠread-ﾭ‐only.	
 ﾠXML	
 ﾠproperty	
 ﾠlists	
 ﾠare	
 ﾠ
more	
 ﾠportable	
 ﾠthan	
 ﾠthe	
 ﾠbinary	
 ﾠalternative	
 ﾠand	
 ﾠcan	
 ﾠbe	
 ﾠmanually	
 ﾠedited,	
 ﾠbut	
 ﾠ
binary	
 ﾠproperty	
 ﾠlists	
 ﾠare	
 ﾠmuch	
 ﾠmore	
 ﾠcompact;	
 ﾠas	
 ﾠa	
 ﾠresult,	
 ﾠthey	
 ﾠrequire	
 ﾠless	
 ﾠ
memory	
 ﾠand	
 ﾠcan	
 ﾠbe	
 ﾠread	
 ﾠand	
 ﾠwritten	
 ﾠmuch	
 ﾠfaster	
 ﾠthan	
 ﾠXML	
 ﾠproperty	
 ﾠlists.	
 ﾠIn	
 ﾠ
general,	
 ﾠif	
 ﾠour	
 ﾠproperty	
 ﾠlist	
 ﾠis	
 ﾠrelatively	
 ﾠsmall,	
 ﾠthe	
 ﾠbenefits	
 ﾠof	
 ﾠXML	
 ﾠproperty	
 ﾠlists	
 ﾠ
outweigh	
 ﾠthe	
 ﾠI/O	
 ﾠspeed	
 ﾠand	
 ﾠcompactness	
 ﾠthat	
 ﾠcomes	
 ﾠwith	
 ﾠbinary	
 ﾠproperty	
 ﾠ
lists.	
 ﾠIf	
 ﾠthere	
 ﾠis	
 ﾠa	
 ﾠlarge	
 ﾠdata	
 ﾠset,	
 ﾠbinary	
 ﾠproperty	
 ﾠlists	
 ﾠare	
 ﾠa	
 ﾠbetter	
 ﾠsolution.	
 ﾠ
8.2  DOCUMENT-ﾭ‐BASED	
 ﾠAPPLICATIONS	
 ﾠ
A	
 ﾠ document-ﾭ‐based	
 ﾠ application	
 ﾠ is	
 ﾠ one	
 ﾠ of	
 ﾠ the	
 ﾠ more	
 ﾠ common	
 ﾠ types	
 ﾠ of	
 ﾠ
applications.	
 ﾠIt	
 ﾠprovides	
 ﾠa	
 ﾠframework	
 ﾠfor	
 ﾠgenerating	
 ﾠidentically	
 ﾠcontained	
 ﾠbut	
 ﾠ
uniquely	
 ﾠcomposed	
 ﾠsets	
 ﾠof	
 ﾠdata	
 ﾠthat	
 ﾠcan	
 ﾠbe	
 ﾠstored	
 ﾠin	
 ﾠfiles.	
 ﾠWord	
 ﾠprocessors	
 ﾠ
and	
 ﾠ spreadsheet	
 ﾠ applications	
 ﾠ are	
 ﾠ two	
 ﾠ examples	
 ﾠ of	
 ﾠ document-ﾭ‐based	
 ﾠ
applications.	
 ﾠDocument-ﾭ‐based	
 ﾠapplications	
 ﾠdo	
 ﾠthe	
 ﾠfollowing	
 ﾠthings:	
 ﾠ
	
 ﾠ
•  Create	
 ﾠnew	
 ﾠdocuments.	
 ﾠ
•  Open	
 ﾠexisting	
 ﾠdocuments	
 ﾠthat	
 ﾠare	
 ﾠstored	
 ﾠin	
 ﾠfiles.	
 ﾠ
•  Save	
 ﾠdocuments	
 ﾠunder	
 ﾠuser-ﾭ‐designated	
 ﾠnames	
 ﾠand	
 ﾠlocations.	
 ﾠ
•  Revert	
 ﾠto	
 ﾠsaved	
 ﾠdocuments.	
 ﾠ
•  Close	
 ﾠ documents	
 ﾠ (usually	
 ﾠ after	
 ﾠ prompting	
 ﾠ the	
 ﾠ user	
 ﾠ to	
 ﾠ save	
 ﾠ edited	
 ﾠ
documents).	
 ﾠ
•  Print	
 ﾠdocuments	
 ﾠand	
 ﾠallow	
 ﾠthe	
 ﾠpage	
 ﾠlayout	
 ﾠto	
 ﾠbe	
 ﾠmodified.	
 ﾠ
•  Represent	
 ﾠdata	
 ﾠof	
 ﾠdifferent	
 ﾠtypes	
 ﾠinternally.	
 ﾠ
•  Monitor	
 ﾠ and	
 ﾠ set	
 ﾠ the	
 ﾠ document’s	
 ﾠ edited	
 ﾠ status	
 ﾠ and	
 ﾠ validate	
 ﾠ menu	
 ﾠ
items.	
 ﾠ
•  Manage	
 ﾠdocument	
 ﾠwindows,	
 ﾠincluding	
 ﾠsetting	
 ﾠthe	
 ﾠwindow	
 ﾠtitles.	
 ﾠ
•  Handle	
 ﾠapplication	
 ﾠand	
 ﾠwindow	
 ﾠdelegation	
 ﾠmethods	
 ﾠ(such	
 ﾠas	
 ﾠwhen	
 ﾠthe	
 ﾠ
application	
 ﾠterminates).	
 ﾠ
	
 ﾠ	
 ﾠ
Three	
 ﾠ Application	
 ﾠ Kit	
 ﾠ classes	
 ﾠ provide	
 ﾠ architecture	
 ﾠ for	
 ﾠ document-ﾭ‐based	
 ﾠ
applications,	
 ﾠ called	
 ﾠ the	
 ﾠ document	
 ﾠ architecture,	
 ﾠ that	
 ﾠ simplifies	
 ﾠ the	
 ﾠ work	
 ﾠ
developers	
 ﾠmust	
 ﾠdo	
 ﾠto	
 ﾠimplement	
 ﾠthe	
 ﾠfeatures	
 ﾠlisted	
 ﾠabove.	
 ﾠThese	
 ﾠclasses	
 ﾠare	
 ﾠ
NSDocument,	
 ﾠ NSWindowController,	
 ﾠ and	
 ﾠ NSDocumentController.	
 ﾠ Objects	
 ﾠ of	
 ﾠ
these	
 ﾠclasses	
 ﾠdivide	
 ﾠand	
 ﾠorchestrate	
 ﾠthe	
 ﾠwork	
 ﾠof	
 ﾠcreating,	
 ﾠsaving,	
 ﾠopening,	
 ﾠand	
 ﾠ
managing	
 ﾠthe	
 ﾠdocuments	
 ﾠof	
 ﾠan	
 ﾠapplication.	
 ﾠThey	
 ﾠare	
 ﾠarranged	
 ﾠin	
 ﾠa	
 ﾠtiered	
 ﾠone-ﾭ‐
to-ﾭ‐many	
 ﾠrelationship,	
 ﾠas	
 ﾠdepicted	
 ﾠin	
 ﾠFigure	
 ﾠ1.	
 ﾠAn	
 ﾠapplication	
 ﾠcan	
 ﾠhave	
 ﾠonly	
 ﾠone	
 ﾠ
NSDocumentController,	
 ﾠwhich	
 ﾠcreates	
 ﾠand	
 ﾠmanages	
 ﾠone	
 ﾠor	
 ﾠmore	
 ﾠNSDocument	
 ﾠ
objects	
 ﾠ(one	
 ﾠfor	
 ﾠeach	
 ﾠNew	
 ﾠor	
 ﾠOpen	
 ﾠoperation).	
 ﾠIn	
 ﾠturn,	
 ﾠan	
 ﾠNSDocument	
 ﾠobject	
 ﾠ
creates	
 ﾠand	
 ﾠmanages	
 ﾠone	
 ﾠor	
 ﾠmore	
 ﾠNSWindowController	
 ﾠobjects,	
 ﾠone	
 ﾠfor	
 ﾠeach	
 ﾠ
of	
 ﾠthe	
 ﾠwindows	
 ﾠdisplayed	
 ﾠfor	
 ﾠa	
 ﾠdocument.	
 ﾠIn	
 ﾠaddition,	
 ﾠsome	
 ﾠof	
 ﾠthese	
 ﾠobjects	
 ﾠ
have	
 ﾠ responsibilities	
 ﾠ analogous	
 ﾠ to	
 ﾠ NSApplication	
 ﾠ and	
 ﾠ NSWindow	
 ﾠ delegates,	
 ﾠ
such	
 ﾠas	
 ﾠapproving	
 ﾠmajor	
 ﾠevents	
 ﾠlike	
 ﾠclosing	
 ﾠand	
 ﾠquitting.	
 ﾠ
	
 ﾠ
FIGURE	
 ﾠ8.1	
 ﾠ-ﾭ‐	
 ﾠ	
 ﾠARCHITECTURE	
 ﾠOF	
 ﾠDOCUMENT-ﾭ‐BASED	
 ﾠAPPLICATIONS	
 ﾠ
Conceptually,	
 ﾠa	
 ﾠdocument	
 ﾠis	
 ﾠa	
 ﾠcontainer	
 ﾠfor	
 ﾠa	
 ﾠbody	
 ﾠof	
 ﾠinformation	
 ﾠidentified	
 ﾠby	
 ﾠ
a	
 ﾠ name	
 ﾠ under	
 ﾠ which	
 ﾠ it	
 ﾠ is	
 ﾠ stored	
 ﾠ in	
 ﾠ a	
 ﾠ disk	
 ﾠ file.	
 ﾠ In	
 ﾠ this	
 ﾠ sense,	
 ﾠ however,	
 ﾠ the	
 ﾠ
document	
 ﾠis	
 ﾠnot	
 ﾠthe	
 ﾠsame	
 ﾠas	
 ﾠthe	
 ﾠfile	
 ﾠbut	
 ﾠis	
 ﾠan	
 ﾠobject	
 ﾠin	
 ﾠmemory	
 ﾠthat	
 ﾠowns	
 ﾠand	
 ﾠ
manages	
 ﾠthe	
 ﾠdocument	
 ﾠdata.	
 ﾠIn	
 ﾠthe	
 ﾠcontext	
 ﾠof	
 ﾠthe	
 ﾠApplication	
 ﾠKit,	
 ﾠa	
 ﾠdocument	
 ﾠ
is	
 ﾠan	
 ﾠinstance	
 ﾠof	
 ﾠa	
 ﾠcustom	
 ﾠNSDocument	
 ﾠsubclass	
 ﾠthat	
 ﾠknows	
 ﾠhow	
 ﾠto	
 ﾠrepresent	
 ﾠ
internally,	
 ﾠ in	
 ﾠ one	
 ﾠ or	
 ﾠ more	
 ﾠ formats,	
 ﾠ persistent	
 ﾠ data	
 ﾠ that	
 ﾠ is	
 ﾠ displayed	
 ﾠ in	
 ﾠ
windows.	
 ﾠA	
 ﾠdocument	
 ﾠcan	
 ﾠread	
 ﾠthat	
 ﾠdata	
 ﾠfrom	
 ﾠa	
 ﾠfile	
 ﾠand	
 ﾠwrite	
 ﾠit	
 ﾠto	
 ﾠa	
 ﾠfile.	
 ﾠIt	
 ﾠis	
 ﾠ
also	
 ﾠ the	
 ﾠ first-ﾭ‐responder	
 ﾠ target	
 ﾠ for	
 ﾠ many	
 ﾠ menu	
 ﾠ commands	
 ﾠ related	
 ﾠ to	
 ﾠ
documents,	
 ﾠsuch	
 ﾠas	
 ﾠSave,	
 ﾠRevert,	
 ﾠand	
 ﾠPrint.	
 ﾠA	
 ﾠdocument	
 ﾠmanages	
 ﾠits	
 ﾠwindow’s	
 ﾠ
edited	
 ﾠstatus	
 ﾠand	
 ﾠis	
 ﾠset	
 ﾠup	
 ﾠto	
 ﾠperform	
 ﾠundo	
 ﾠand	
 ﾠredo	
 ﾠoperations.	
 ﾠWhen	
 ﾠa	
 ﾠ
window	
 ﾠis	
 ﾠclosing,	
 ﾠthe	
 ﾠApplication	
 ﾠKit	
 ﾠfirst	
 ﾠasks	
 ﾠthe	
 ﾠdocument,	
 ﾠbefore	
 ﾠit	
 ﾠasks	
 ﾠ
the	
 ﾠwindow	
 ﾠdelegate,	
 ﾠto	
 ﾠapprove	
 ﾠthe	
 ﾠclosing.	
 ﾠ	
 ﾠ 	
 ﾠ
	
 ﾠ
	
 ﾠ
8.3  COMMUNICATING	
 ﾠWITH	
 ﾠOBJECTS	
 ﾠIN	
 ﾠCOCOA	
 ﾠ
With	
 ﾠCocoa	
 ﾠand	
 ﾠObjective-ﾭ‐C	
 ﾠone	
 ﾠway	
 ﾠof	
 ﾠadding	
 ﾠthe	
 ﾠbehavior	
 ﾠthat	
 ﾠis	
 ﾠspecific	
 ﾠto	
 ﾠ
our	
 ﾠprogram	
 ﾠis	
 ﾠthrough	
 ﾠinheritance.	
 ﾠWe	
 ﾠcreate	
 ﾠa	
 ﾠsubclass	
 ﾠof	
 ﾠan	
 ﾠexisting	
 ﾠclass	
 ﾠ
that	
 ﾠeither	
 ﾠaugments	
 ﾠthe	
 ﾠattributes	
 ﾠand	
 ﾠbehavior	
 ﾠof	
 ﾠan	
 ﾠinstance	
 ﾠof	
 ﾠthat	
 ﾠclass	
 ﾠor	
 ﾠ
modifies	
 ﾠthem	
 ﾠin	
 ﾠsome	
 ﾠway.	
 ﾠBut	
 ﾠthere	
 ﾠare	
 ﾠother	
 ﾠways	
 ﾠof	
 ﾠadding	
 ﾠthe	
 ﾠspecial	
 ﾠ
logic	
 ﾠthat	
 ﾠcharacterizes	
 ﾠour	
 ﾠprogram.	
 ﾠThere	
 ﾠare	
 ﾠother	
 ﾠmechanisms	
 ﾠfor	
 ﾠreusing	
 ﾠ
and	
 ﾠextending	
 ﾠthe	
 ﾠcapabilities	
 ﾠof	
 ﾠCocoa	
 ﾠobjects	
 ﾠ(Communicating	
 ﾠwith	
 ﾠObjects).	
 ﾠ
The	
 ﾠ relationships	
 ﾠ between	
 ﾠ objects	
 ﾠ in	
 ﾠ a	
 ﾠ program	
 ﾠ exist	
 ﾠ in	
 ﾠ more	
 ﾠ than	
 ﾠ one	
 ﾠ
dimension.	
 ﾠThere	
 ﾠis	
 ﾠthe	
 ﾠhierarchical	
 ﾠstructure	
 ﾠof	
 ﾠinheritance,	
 ﾠbut	
 ﾠobjects	
 ﾠin	
 ﾠa	
 ﾠ
program	
 ﾠ also	
 ﾠ exist	
 ﾠ dynamically,	
 ﾠ in	
 ﾠ a	
 ﾠ network	
 ﾠ of	
 ﾠ other	
 ﾠ objects	
 ﾠ that	
 ﾠ must	
 ﾠ
communicate	
 ﾠwith	
 ﾠone	
 ﾠanother	
 ﾠat	
 ﾠruntime	
 ﾠto	
 ﾠget	
 ﾠthe	
 ﾠwork	
 ﾠof	
 ﾠthe	
 ﾠprogram	
 ﾠ
done.	
 ﾠ In	
 ﾠ a	
 ﾠ fashion	
 ﾠ similar	
 ﾠ to	
 ﾠ a	
 ﾠ musician	
 ﾠ in	
 ﾠ an	
 ﾠ orchestra,	
 ﾠ each	
 ﾠ object	
 ﾠ in	
 ﾠ a	
 ﾠ
program	
 ﾠhas	
 ﾠa	
 ﾠrole,	
 ﾠa	
 ﾠlimited	
 ﾠset	
 ﾠof	
 ﾠbehaviors	
 ﾠit	
 ﾠcontributes	
 ﾠto	
 ﾠthe	
 ﾠprogram.	
 ﾠIt	
 ﾠ
displays	
 ﾠ an	
 ﾠ oval	
 ﾠ surface	
 ﾠ that	
 ﾠ responds	
 ﾠ to	
 ﾠ mouse	
 ﾠ clicks,	
 ﾠ or	
 ﾠ it	
 ﾠ manages	
 ﾠ a	
 ﾠ
collection	
 ﾠof	
 ﾠobjects,	
 ﾠor	
 ﾠit	
 ﾠcoordinates	
 ﾠthe	
 ﾠmajor	
 ﾠevents	
 ﾠin	
 ﾠthe	
 ﾠlife	
 ﾠof	
 ﾠa	
 ﾠwindow.	
 ﾠ
It	
 ﾠdoes	
 ﾠwhat	
 ﾠit	
 ﾠis	
 ﾠdesigned	
 ﾠto	
 ﾠdo,	
 ﾠand	
 ﾠnothing	
 ﾠmore.	
 ﾠBut	
 ﾠfor	
 ﾠits	
 ﾠcontributions	
 ﾠto	
 ﾠ
be	
 ﾠrealized	
 ﾠin	
 ﾠthe	
 ﾠprogram,	
 ﾠit	
 ﾠmust	
 ﾠbe	
 ﾠable	
 ﾠto	
 ﾠcommunicate	
 ﾠthem	
 ﾠto	
 ﾠother	
 ﾠ
objects.	
 ﾠIt	
 ﾠmust	
 ﾠbe	
 ﾠable	
 ﾠto	
 ﾠsend	
 ﾠmessages	
 ﾠto	
 ﾠother	
 ﾠobjects	
 ﾠor	
 ﾠbe	
 ﾠable	
 ﾠto	
 ﾠreceive	
 ﾠ
messages	
 ﾠfrom	
 ﾠother	
 ﾠobjects.	
 ﾠ
Before	
 ﾠour	
 ﾠobject	
 ﾠcan	
 ﾠsend	
 ﾠa	
 ﾠmessage	
 ﾠto	
 ﾠanother	
 ﾠobject,	
 ﾠit	
 ﾠmust	
 ﾠeither	
 ﾠ
have	
 ﾠa	
 ﾠreference	
 ﾠto	
 ﾠit	
 ﾠor	
 ﾠhave	
 ﾠsome	
 ﾠdelivery	
 ﾠmechanism	
 ﾠit	
 ﾠcan	
 ﾠrely	
 ﾠon.	
 ﾠCocoa	
 ﾠ
gives	
 ﾠobjects	
 ﾠmany	
 ﾠways	
 ﾠto	
 ﾠcommunicate	
 ﾠwith	
 ﾠeach	
 ﾠother.	
 ﾠThese	
 ﾠmechanisms	
 ﾠ
and	
 ﾠtechniques	
 ﾠmake	
 ﾠit	
 ﾠpossible	
 ﾠto	
 ﾠconstruct	
 ﾠrobust	
 ﾠapplications	
 ﾠefficiently.	
 ﾠ
They	
 ﾠrange	
 ﾠfrom	
 ﾠthe	
 ﾠsimple	
 ﾠto	
 ﾠthe	
 ﾠslightly	
 ﾠmore	
 ﾠelaborate,	
 ﾠand	
 ﾠoften	
 ﾠare	
 ﾠa	
 ﾠ
preferable	
 ﾠalternative	
 ﾠto	
 ﾠsubclassing.	
 ﾠWe	
 ﾠcan	
 ﾠconfigure	
 ﾠthem	
 ﾠprogrammatically	
 ﾠ
and	
 ﾠsometimes	
 ﾠgraphically	
 ﾠin	
 ﾠInterface	
 ﾠBuilder	
 ﾠ
8.3.1  OUTLETS	
 ﾠ
An	
 ﾠoutlet	
 ﾠis	
 ﾠan	
 ﾠobject	
 ﾠinstance	
 ﾠvariable	
 ﾠ-ﾭ‐	
 ﾠthat	
 ﾠis,	
 ﾠan	
 ﾠinstance	
 ﾠvariable	
 ﾠof	
 ﾠan	
 ﾠ
object	
 ﾠ that	
 ﾠ references	
 ﾠ another	
 ﾠ object.	
 ﾠ With	
 ﾠ outlets,	
 ﾠ the	
 ﾠ reference	
 ﾠ is	
 ﾠ
configured	
 ﾠand	
 ﾠarchived	
 ﾠthrough	
 ﾠInterface	
 ﾠBuilder.	
 ﾠThe	
 ﾠconnections	
 ﾠbetween	
 ﾠ
the	
 ﾠ containing	
 ﾠ object	
 ﾠ and	
 ﾠ its	
 ﾠ outlets	
 ﾠ are	
 ﾠ reestablished	
 ﾠ every	
 ﾠ time	
 ﾠ the	
 ﾠ
containing	
 ﾠobject	
 ﾠis	
 ﾠunarchived	
 ﾠfrom	
 ﾠits	
 ﾠnib	
 ﾠfile.	
 ﾠThe	
 ﾠcontaining	
 ﾠobject	
 ﾠholds	
 ﾠan	
 ﾠ
outlet	
 ﾠas	
 ﾠan	
 ﾠinstance	
 ﾠvariable	
 ﾠwith	
 ﾠthe	
 ﾠtype	
 ﾠqualifier	
 ﾠof	
 ﾠIBOutlet.	
 ﾠFor	
 ﾠexample:	
 ﾠ
	
 ﾠ
@interface AppController : NSObject { 
          IBOutlet NSArray *keywords; 
} 
LISTING	
 ﾠ8.1	
 ﾠ-ﾭ‐	
 ﾠEXAMPLE	
 ﾠOF	
 ﾠOUTLET	
 ﾠ
Because	
 ﾠ it	
 ﾠ is	
 ﾠ an	
 ﾠ instance	
 ﾠ variable,	
 ﾠ an	
 ﾠ outlet	
 ﾠ becomes	
 ﾠ part	
 ﾠ of	
 ﾠ an	
 ﾠ object’s	
 ﾠ
encapsulated	
 ﾠdata.	
 ﾠBut	
 ﾠan	
 ﾠoutlet	
 ﾠis	
 ﾠmore	
 ﾠthan	
 ﾠa	
 ﾠsimple	
 ﾠinstance	
 ﾠvariable.	
 ﾠThe	
 ﾠ
connection	
 ﾠbetween	
 ﾠan	
 ﾠobject	
 ﾠand	
 ﾠits	
 ﾠoutlets	
 ﾠis	
 ﾠarchived	
 ﾠin	
 ﾠa	
 ﾠnib	
 ﾠfile;	
 ﾠwhen	
 ﾠthe	
 ﾠ
nib	
 ﾠfile	
 ﾠis	
 ﾠloaded,	
 ﾠeach	
 ﾠconnection	
 ﾠis	
 ﾠunarchived	
 ﾠand	
 ﾠreestablished,	
 ﾠand	
 ﾠis	
 ﾠthus	
 ﾠ
always	
 ﾠ available	
 ﾠ whenever	
 ﾠ it	
 ﾠ becomes	
 ﾠ necessary	
 ﾠ to	
 ﾠ send	
 ﾠ messages	
 ﾠ to	
 ﾠ the	
 ﾠ
other	
 ﾠobject.	
 ﾠThe	
 ﾠtype	
 ﾠqualifier	
 ﾠIBOutlet	
 ﾠis	
 ﾠa	
 ﾠtag	
 ﾠapplied	
 ﾠto	
 ﾠan	
 ﾠinstance-ﾭ‐variable	
 ﾠ	
 ﾠ
declaration	
 ﾠso	
 ﾠthat	
 ﾠthe	
 ﾠInterface	
 ﾠBuilder	
 ﾠapplication	
 ﾠcan	
 ﾠrecognize	
 ﾠthe	
 ﾠinstance	
 ﾠ
variable	
 ﾠas	
 ﾠan	
 ﾠoutlet	
 ﾠand	
 ﾠsynchronize	
 ﾠthe	
 ﾠdisplay	
 ﾠand	
 ﾠconnection	
 ﾠof	
 ﾠit	
 ﾠwith	
 ﾠ
Xcode.	
 ﾠWe	
 ﾠconnect	
 ﾠan	
 ﾠoutlet	
 ﾠin	
 ﾠInterface	
 ﾠBuilder,	
 ﾠbut	
 ﾠwe	
 ﾠmust	
 ﾠfirst	
 ﾠdeclare	
 ﾠan	
 ﾠ
outlet	
 ﾠin	
 ﾠthe	
 ﾠheader	
 ﾠfile	
 ﾠof	
 ﾠour	
 ﾠcustom	
 ﾠclass	
 ﾠby	
 ﾠtagging	
 ﾠthe	
 ﾠinstance	
 ﾠvariable	
 ﾠ
with	
 ﾠthe	
 ﾠIBOutlet	
 ﾠqualifier.	
 ﾠ
An	
 ﾠapplication	
 ﾠtypically	
 ﾠsets	
 ﾠoutlet	
 ﾠconnections	
 ﾠbetween	
 ﾠits	
 ﾠcustom	
 ﾠ
controller	
 ﾠobjects	
 ﾠand	
 ﾠobjects	
 ﾠon	
 ﾠthe	
 ﾠuser	
 ﾠinterface,	
 ﾠbut	
 ﾠthey	
 ﾠcan	
 ﾠbe	
 ﾠmade	
 ﾠ
between	
 ﾠany	
 ﾠobjects	
 ﾠthat	
 ﾠcan	
 ﾠbe	
 ﾠrepresented	
 ﾠas	
 ﾠinstances	
 ﾠin	
 ﾠInterface	
 ﾠBuilder,	
 ﾠ
even	
 ﾠ between	
 ﾠ two	
 ﾠ custom	
 ﾠ objects.	
 ﾠ As	
 ﾠ with	
 ﾠ any	
 ﾠ instance	
 ﾠ variable,	
 ﾠ the	
 ﾠ
programmer	
 ﾠshould	
 ﾠbe	
 ﾠable	
 ﾠto	
 ﾠjustify	
 ﾠits	
 ﾠinclusion	
 ﾠin	
 ﾠa	
 ﾠclass;	
 ﾠthe	
 ﾠmore	
 ﾠinstance	
 ﾠ
variables	
 ﾠan	
 ﾠobject	
 ﾠhas,	
 ﾠthe	
 ﾠmore	
 ﾠmemory	
 ﾠit	
 ﾠtakes	
 ﾠup.	
 ﾠIf	
 ﾠthere	
 ﾠare	
 ﾠother	
 ﾠways	
 ﾠ
to	
 ﾠobtain	
 ﾠa	
 ﾠreference	
 ﾠto	
 ﾠan	
 ﾠobject,	
 ﾠsuch	
 ﾠas	
 ﾠfinding	
 ﾠit	
 ﾠthrough	
 ﾠits	
 ﾠindex	
 ﾠposition	
 ﾠ
in	
 ﾠa	
 ﾠmatrix,	
 ﾠor	
 ﾠthrough	
 ﾠits	
 ﾠinclusion	
 ﾠas	
 ﾠa	
 ﾠfunction	
 ﾠparameter,	
 ﾠor	
 ﾠthrough	
 ﾠuse	
 ﾠof	
 ﾠ
a	
 ﾠtag	
 ﾠ(an	
 ﾠassigned	
 ﾠnumeric	
 ﾠidentifier),	
 ﾠwe	
 ﾠshould	
 ﾠdo	
 ﾠthat	
 ﾠinstead.	
 ﾠ
Outlets	
 ﾠare	
 ﾠa	
 ﾠform	
 ﾠof	
 ﾠobject	
 ﾠcomposition,	
 ﾠwhich	
 ﾠis	
 ﾠa	
 ﾠdynamic	
 ﾠpattern	
 ﾠ
that	
 ﾠ requires	
 ﾠ an	
 ﾠ object	
 ﾠ to	
 ﾠ somehow	
 ﾠ acquire	
 ﾠ references	
 ﾠ to	
 ﾠ its	
 ﾠ constituent	
 ﾠ
objects	
 ﾠso	
 ﾠthat	
 ﾠit	
 ﾠcan	
 ﾠsend	
 ﾠmessages	
 ﾠto	
 ﾠthem.	
 ﾠIt	
 ﾠtypically	
 ﾠholds	
 ﾠthese	
 ﾠother	
 ﾠ
objects	
 ﾠ as	
 ﾠ instance	
 ﾠ variables.	
 ﾠ These	
 ﾠ variables	
 ﾠ must	
 ﾠ be	
 ﾠ initialized	
 ﾠ with	
 ﾠ the	
 ﾠ
appropriate	
 ﾠreferences	
 ﾠat	
 ﾠsome	
 ﾠpoint	
 ﾠduring	
 ﾠthe	
 ﾠexecution	
 ﾠof	
 ﾠthe	
 ﾠprogram.	
 ﾠ
8.3.2  DELEGATES	
 ﾠ
A	
 ﾠdelegate	
 ﾠis	
 ﾠan	
 ﾠobject	
 ﾠthat	
 ﾠacts	
 ﾠon	
 ﾠbehalf	
 ﾠof,	
 ﾠor	
 ﾠin	
 ﾠcoordination	
 ﾠwith,	
 ﾠanother	
 ﾠ
object	
 ﾠwhen	
 ﾠthat	
 ﾠobject	
 ﾠencounters	
 ﾠan	
 ﾠevent	
 ﾠin	
 ﾠa	
 ﾠprogram.	
 ﾠThe	
 ﾠdelegating	
 ﾠ
object	
 ﾠ is	
 ﾠ often	
 ﾠ a	
 ﾠ responder	
 ﾠ object—that	
 ﾠ is,	
 ﾠ an	
 ﾠ object	
 ﾠ inheriting	
 ﾠ from	
 ﾠ
NSResponder	
 ﾠin	
 ﾠAppKit	
 ﾠor	
 ﾠUIResponder	
 ﾠin	
 ﾠUIKit—that	
 ﾠis	
 ﾠresponding	
 ﾠto	
 ﾠa	
 ﾠuser	
 ﾠ
event.	
 ﾠThe	
 ﾠdelegate	
 ﾠis	
 ﾠan	
 ﾠobject	
 ﾠthat	
 ﾠis	
 ﾠdelegated	
 ﾠcontrol	
 ﾠof	
 ﾠthe	
 ﾠuser	
 ﾠinterface	
 ﾠ
for	
 ﾠthat	
 ﾠevent,	
 ﾠor	
 ﾠis	
 ﾠat	
 ﾠleast	
 ﾠasked	
 ﾠto	
 ﾠinterpret	
 ﾠthe	
 ﾠevent	
 ﾠin	
 ﾠan	
 ﾠapplication-ﾭ‐
specific	
 ﾠmanner.	
 ﾠ
To	
 ﾠbetter	
 ﾠappreciate	
 ﾠthe	
 ﾠvalue	
 ﾠof	
 ﾠdelegation,	
 ﾠit	
 ﾠhelps	
 ﾠto	
 ﾠconsider	
 ﾠan	
 ﾠ
off-ﾭ‐the-ﾭ‐shelf	
 ﾠCocoa	
 ﾠobject	
 ﾠsuch	
 ﾠas	
 ﾠa	
 ﾠtext	
 ﾠfield	
 ﾠ(an	
 ﾠinstance	
 ﾠof	
 ﾠNSTextField	
 ﾠor	
 ﾠ
UITextField)	
 ﾠor	
 ﾠa	
 ﾠtable	
 ﾠview	
 ﾠ(an	
 ﾠinstance	
 ﾠof	
 ﾠNSTableView	
 ﾠor	
 ﾠUITableView	
 ﾠ).	
 ﾠ
These	
 ﾠ objects	
 ﾠ are	
 ﾠ designed	
 ﾠ to	
 ﾠ fulfill	
 ﾠ a	
 ﾠ specific	
 ﾠ role	
 ﾠ in	
 ﾠ a	
 ﾠ generic	
 ﾠ fashion;	
 ﾠ a	
 ﾠ
window	
 ﾠ object	
 ﾠ in	
 ﾠ the	
 ﾠ AppKit	
 ﾠ framework,	
 ﾠ for	
 ﾠ example,	
 ﾠ responds	
 ﾠ to	
 ﾠ mouse	
 ﾠ
manipulations	
 ﾠof	
 ﾠits	
 ﾠcontrols	
 ﾠand	
 ﾠhandles	
 ﾠsuch	
 ﾠthings	
 ﾠas	
 ﾠclosing,	
 ﾠresizing,	
 ﾠand	
 ﾠ
moving	
 ﾠthe	
 ﾠphysical	
 ﾠwindow.	
 ﾠThis	
 ﾠrestricted	
 ﾠand	
 ﾠgeneric	
 ﾠbehavior	
 ﾠnecessarily	
 ﾠ
limits	
 ﾠwhat	
 ﾠthe	
 ﾠobject	
 ﾠcan	
 ﾠknow	
 ﾠabout	
 ﾠhow	
 ﾠan	
 ﾠevent	
 ﾠaffects	
 ﾠ(or	
 ﾠwill	
 ﾠaffect)	
 ﾠ
something	
 ﾠelsewhere	
 ﾠin	
 ﾠthe	
 ﾠapplication,	
 ﾠespecially	
 ﾠwhen	
 ﾠthe	
 ﾠaffected	
 ﾠbehavior	
 ﾠ
is	
 ﾠspecific	
 ﾠto	
 ﾠour	
 ﾠapplication.	
 ﾠDelegation	
 ﾠprovides	
 ﾠa	
 ﾠway	
 ﾠfor	
 ﾠour	
 ﾠcustom	
 ﾠobject	
 ﾠ
to	
 ﾠcommunicate	
 ﾠapplication-ﾭ‐specific	
 ﾠbehavior	
 ﾠto	
 ﾠthe	
 ﾠoff-ﾭ‐the-ﾭ‐shelf	
 ﾠobject.	
 ﾠ
The	
 ﾠprogramming	
 ﾠmechanism	
 ﾠof	
 ﾠdelegation	
 ﾠgives	
 ﾠobjects	
 ﾠa	
 ﾠchance	
 ﾠto	
 ﾠ
coordinate	
 ﾠtheir	
 ﾠappearance	
 ﾠand	
 ﾠstate	
 ﾠwith	
 ﾠchanges	
 ﾠoccurring	
 ﾠelsewhere	
 ﾠin	
 ﾠa	
 ﾠ
program,	
 ﾠchanges	
 ﾠusually	
 ﾠbrought	
 ﾠabout	
 ﾠby	
 ﾠuser	
 ﾠactions.	
 ﾠMore	
 ﾠimportantly,	
 ﾠ
delegation	
 ﾠmakes	
 ﾠit	
 ﾠpossible	
 ﾠfor	
 ﾠone	
 ﾠobject	
 ﾠto	
 ﾠalter	
 ﾠthe	
 ﾠbehavior	
 ﾠof	
 ﾠanother	
 ﾠ
object	
 ﾠwithout	
 ﾠthe	
 ﾠneed	
 ﾠto	
 ﾠinherit	
 ﾠfrom	
 ﾠit.	
 ﾠThe	
 ﾠdelegate	
 ﾠis	
 ﾠalmost	
 ﾠalways	
 ﾠa	
 ﾠ
custom	
 ﾠobject,	
 ﾠand	
 ﾠby	
 ﾠdefinition	
 ﾠit	
 ﾠincorporates	
 ﾠapplication-ﾭ‐specific	
 ﾠlogic	
 ﾠthat	
 ﾠ
the	
 ﾠgeneric	
 ﾠand	
 ﾠdelegating	
 ﾠobject	
 ﾠcannot	
 ﾠpossibly	
 ﾠknow	
 ﾠitself.	
 ﾠ	
 ﾠ 	
 ﾠ
	
 ﾠ
	
 ﾠ
HOW	
 ﾠDELEGATION	
 ﾠWORKS	
 ﾠ
The	
 ﾠdesign	
 ﾠof	
 ﾠthe	
 ﾠdelegation	
 ﾠmechanism	
 ﾠis	
 ﾠsimple	
 ﾠ(Figure	
 ﾠ5-ﾭ‐1).	
 ﾠThe	
 ﾠdelegating	
 ﾠ
class	
 ﾠhas	
 ﾠan	
 ﾠoutlet	
 ﾠor	
 ﾠproperty,	
 ﾠusually	
 ﾠone	
 ﾠthat	
 ﾠis	
 ﾠnamed	
 ﾠdelegate;	
 ﾠif	
 ﾠit	
 ﾠis	
 ﾠan	
 ﾠ
outlet,	
 ﾠit	
 ﾠincludes	
 ﾠmethods	
 ﾠfor	
 ﾠsetting	
 ﾠand	
 ﾠaccessing	
 ﾠthe	
 ﾠvalue	
 ﾠof	
 ﾠthe	
 ﾠoutlet.	
 ﾠIt	
 ﾠ
also	
 ﾠdeclares,	
 ﾠwithout	
 ﾠimplementing,	
 ﾠone	
 ﾠor	
 ﾠmore	
 ﾠmethods	
 ﾠthat	
 ﾠconstitute	
 ﾠa	
 ﾠ
formal	
 ﾠprotocol	
 ﾠor	
 ﾠan	
 ﾠinformal	
 ﾠprotocol.	
 ﾠA	
 ﾠformal	
 ﾠprotocol	
 ﾠthat	
 ﾠuses	
 ﾠoptional	
 ﾠ
methods—a	
 ﾠfeature	
 ﾠof	
 ﾠObjective-ﾭ‐C	
 ﾠ2.0—is	
 ﾠthe	
 ﾠpreferred	
 ﾠapproach,	
 ﾠbut	
 ﾠboth	
 ﾠ
kinds	
 ﾠof	
 ﾠprotocols	
 ﾠare	
 ﾠused	
 ﾠby	
 ﾠthe	
 ﾠCocoa	
 ﾠframeworks	
 ﾠfor	
 ﾠdelegation.	
 ﾠ
In	
 ﾠ the	
 ﾠ informal	
 ﾠ protocol	
 ﾠ approach,	
 ﾠ the	
 ﾠ delegating	
 ﾠ class	
 ﾠ declares	
 ﾠ
methods	
 ﾠon	
 ﾠa	
 ﾠcategory	
 ﾠof	
 ﾠNSObject,	
 ﾠand	
 ﾠthe	
 ﾠdelegate	
 ﾠimplements	
 ﾠonly	
 ﾠthose	
 ﾠ
methods	
 ﾠin	
 ﾠwhich	
 ﾠit	
 ﾠhas	
 ﾠan	
 ﾠinterest	
 ﾠin	
 ﾠcoordinating	
 ﾠitself	
 ﾠwith	
 ﾠthe	
 ﾠdelegating	
 ﾠ
object	
 ﾠ or	
 ﾠ affecting	
 ﾠ that	
 ﾠ object’s	
 ﾠ default	
 ﾠ behavior.	
 ﾠ If	
 ﾠ the	
 ﾠ delegating	
 ﾠ class	
 ﾠ
declares	
 ﾠ a	
 ﾠ formal	
 ﾠ protocol,	
 ﾠ the	
 ﾠ delegate	
 ﾠ may	
 ﾠ choose	
 ﾠ to	
 ﾠ implement	
 ﾠ those	
 ﾠ
methods	
 ﾠ marked	
 ﾠ optional,	
 ﾠ but	
 ﾠ it	
 ﾠ must	
 ﾠ implement	
 ﾠ the	
 ﾠ required	
 ﾠ ones.	
 ﾠ
Delegation	
 ﾠfollows	
 ﾠa	
 ﾠcommon	
 ﾠdesign,	
 ﾠillustrated	
 ﾠin	
 ﾠfigure	
 ﾠ8.2:	
 ﾠ
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 ﾠ
FIGURE	
 ﾠ8.2	
 ﾠ-ﾭ‐	
 ﾠTHE	
 ﾠMECHANISM	
 ﾠOF	
 ﾠDELEGATION	
 ﾠ
The	
 ﾠmethods	
 ﾠof	
 ﾠthe	
 ﾠprotocol	
 ﾠmark	
 ﾠsignificant	
 ﾠevents	
 ﾠhandled	
 ﾠor	
 ﾠanticipated	
 ﾠby	
 ﾠ
the	
 ﾠdelegating	
 ﾠobject.	
 ﾠThis	
 ﾠobject	
 ﾠwants	
 ﾠeither	
 ﾠto	
 ﾠcommunicate	
 ﾠthese	
 ﾠevents	
 ﾠ
to	
 ﾠthe	
 ﾠdelegate	
 ﾠor,	
 ﾠfor	
 ﾠimpending	
 ﾠevents,	
 ﾠto	
 ﾠrequest	
 ﾠinput	
 ﾠor	
 ﾠapproval	
 ﾠfrom	
 ﾠthe	
 ﾠ
delegate.	
 ﾠFor	
 ﾠexample,	
 ﾠwhen	
 ﾠa	
 ﾠuser	
 ﾠclicks	
 ﾠthe	
 ﾠclose	
 ﾠbutton	
 ﾠof	
 ﾠa	
 ﾠwindow	
 ﾠin	
 ﾠMac	
 ﾠ
OS	
 ﾠ X,	
 ﾠ the	
 ﾠ window	
 ﾠ object	
 ﾠ sends	
 ﾠ the	
 ﾠ windowShouldClose:	
 ﾠ message	
 ﾠ to	
 ﾠ its	
 ﾠ
delegate;	
 ﾠthis	
 ﾠgives	
 ﾠthe	
 ﾠdelegate	
 ﾠthe	
 ﾠopportunity	
 ﾠto	
 ﾠveto	
 ﾠor	
 ﾠdefer	
 ﾠthe	
 ﾠclosing	
 ﾠof	
 ﾠ
the	
 ﾠwindow	
 ﾠif,	
 ﾠfor	
 ﾠexample,	
 ﾠthe	
 ﾠwindow	
 ﾠhas	
 ﾠassociated	
 ﾠdata	
 ﾠthat	
 ﾠmust	
 ﾠbe	
 ﾠ
saved	
 ﾠ(see	
 ﾠFigure	
 ﾠ8.3).	
 ﾠ	
 ﾠ
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FIGURE	
 ﾠ8.3	
 ﾠ-ﾭ‐	
 ﾠA	
 ﾠMORE	
 ﾠREALISTIC	
 ﾠSEQUENCE	
 ﾠINVOLVING	
 ﾠA	
 ﾠDELEGATE	
 ﾠ
The	
 ﾠdelegating	
 ﾠobject	
 ﾠsends	
 ﾠa	
 ﾠmessage	
 ﾠonly	
 ﾠif	
 ﾠthe	
 ﾠdelegate	
 ﾠimplements	
 ﾠthe	
 ﾠ
method.	
 ﾠ It	
 ﾠ makes	
 ﾠ this	
 ﾠ discovery	
 ﾠ by	
 ﾠ invoking	
 ﾠ the	
 ﾠ NSObject	
 ﾠ method	
 ﾠ
respondsToSelector:	
 ﾠin	
 ﾠthe	
 ﾠdelegate	
 ﾠfirst.	
 ﾠ
8.3.3  THE	
 ﾠTARGET-ﾭ‐ACTION	
 ﾠMECHANISM	
 ﾠ
Although	
 ﾠdelegation,	
 ﾠbindings,	
 ﾠand	
 ﾠnotification	
 ﾠare	
 ﾠuseful	
 ﾠfor	
 ﾠhandling	
 ﾠcertain	
 ﾠ
forms	
 ﾠ of	
 ﾠ communication	
 ﾠ between	
 ﾠ objects	
 ﾠ in	
 ﾠ a	
 ﾠ program,	
 ﾠ they	
 ﾠ are	
 ﾠ not	
 ﾠ
particularly	
 ﾠ suitable	
 ﾠ for	
 ﾠ the	
 ﾠ most	
 ﾠ visible	
 ﾠ sort	
 ﾠ of	
 ﾠ communication.	
 ﾠ A	
 ﾠ typical	
 ﾠ
application’s	
 ﾠ user	
 ﾠ interface	
 ﾠ consists	
 ﾠ of	
 ﾠ a	
 ﾠ number	
 ﾠ of	
 ﾠ graphical	
 ﾠ objects,	
 ﾠ and	
 ﾠ
perhaps	
 ﾠ the	
 ﾠ most	
 ﾠ common	
 ﾠ of	
 ﾠ these	
 ﾠ objects	
 ﾠ are	
 ﾠ controls.	
 ﾠ A	
 ﾠ control	
 ﾠ is	
 ﾠ a	
 ﾠ
graphical	
 ﾠanalog	
 ﾠof	
 ﾠa	
 ﾠreal-ﾭ‐world	
 ﾠor	
 ﾠlogical	
 ﾠdevice	
 ﾠ(button,	
 ﾠslider,	
 ﾠcheckboxes,	
 ﾠ
and	
 ﾠso	
 ﾠon);	
 ﾠas	
 ﾠwith	
 ﾠa	
 ﾠreal-ﾭ‐world	
 ﾠcontrol,	
 ﾠsuch	
 ﾠas	
 ﾠa	
 ﾠradio	
 ﾠtuner,	
 ﾠwe	
 ﾠuse	
 ﾠit	
 ﾠto	
 ﾠ
convey	
 ﾠusr	
 ﾠintent	
 ﾠto	
 ﾠsome	
 ﾠsystem	
 ﾠof	
 ﾠwhich	
 ﾠit	
 ﾠis	
 ﾠa	
 ﾠpart	
 ﾠ-ﾭ‐	
 ﾠthat	
 ﾠis,	
 ﾠan	
 ﾠapplication.	
 ﾠ
The	
 ﾠrole	
 ﾠof	
 ﾠa	
 ﾠcontrol	
 ﾠon	
 ﾠa	
 ﾠuser	
 ﾠinterface	
 ﾠis	
 ﾠsimple:	
 ﾠit	
 ﾠinterprets	
 ﾠthe	
 ﾠintent	
 ﾠof	
 ﾠthe	
 ﾠ
user	
 ﾠand	
 ﾠinstructs	
 ﾠsome	
 ﾠother	
 ﾠobject	
 ﾠto	
 ﾠcarry	
 ﾠout	
 ﾠthat	
 ﾠrequest.	
 ﾠWhen	
 ﾠa	
 ﾠuser	
 ﾠ
acts	
 ﾠon	
 ﾠthe	
 ﾠcontrol	
 ﾠby,	
 ﾠsay,	
 ﾠclicking	
 ﾠit	
 ﾠor	
 ﾠpressing	
 ﾠthe	
 ﾠReturn	
 ﾠkey,	
 ﾠthe	
 ﾠhardware	
 ﾠ
device	
 ﾠgenerates	
 ﾠa	
 ﾠraw	
 ﾠevent.	
 ﾠThe	
 ﾠcontrol	
 ﾠaccepts	
 ﾠthe	
 ﾠevent	
 ﾠ(as	
 ﾠappropriately	
 ﾠ
packaged	
 ﾠfor	
 ﾠCocoa)	
 ﾠand	
 ﾠtranslates	
 ﾠit	
 ﾠinto	
 ﾠan	
 ﾠinstruction	
 ﾠthat	
 ﾠis	
 ﾠspecific	
 ﾠto	
 ﾠthe	
 ﾠ
application.	
 ﾠ However,	
 ﾠ events	
 ﾠ by	
 ﾠ themselves	
 ﾠ don't	
 ﾠ give	
 ﾠ much	
 ﾠ information	
 ﾠ
about	
 ﾠ the	
 ﾠ user's	
 ﾠ intent;	
 ﾠ they	
 ﾠ merely	
 ﾠ tell	
 ﾠ us	
 ﾠ that	
 ﾠ the	
 ﾠ user	
 ﾠ clicked	
 ﾠ a	
 ﾠ mouse	
 ﾠ
button	
 ﾠor	
 ﾠpressed	
 ﾠa	
 ﾠkey.	
 ﾠSo	
 ﾠsome	
 ﾠmechanism	
 ﾠmust	
 ﾠbe	
 ﾠcalled	
 ﾠupon	
 ﾠto	
 ﾠprovide	
 ﾠ
the	
 ﾠtranslation	
 ﾠbetween	
 ﾠevent	
 ﾠand	
 ﾠinstruction.	
 ﾠThis	
 ﾠmechanism	
 ﾠis	
 ﾠcalled	
 ﾠtarget-ﾭ‐
action.	
 ﾠ
Cocoa	
 ﾠuses	
 ﾠthe	
 ﾠtarget-ﾭ‐action	
 ﾠmechanism	
 ﾠfor	
 ﾠcommunication	
 ﾠbetween	
 ﾠ
a	
 ﾠcontrol	
 ﾠand	
 ﾠanother	
 ﾠobject.	
 ﾠThis	
 ﾠmechanism	
 ﾠallows	
 ﾠthe	
 ﾠcontrol	
 ﾠand,	
 ﾠin	
 ﾠMac	
 ﾠ
OS	
 ﾠX	
 ﾠits	
 ﾠcell	
 ﾠor	
 ﾠcells,	
 ﾠto	
 ﾠencapsulate	
 ﾠthe	
 ﾠinformation	
 ﾠnecessary	
 ﾠto	
 ﾠsend	
 ﾠan	
 ﾠ
application-ﾭ‐specific	
 ﾠinstruction	
 ﾠto	
 ﾠthe	
 ﾠappropriate	
 ﾠobject.	
 ﾠThe	
 ﾠreceiving	
 ﾠobject	
 ﾠ-ﾭ‐	
 ﾠ
typically	
 ﾠan	
 ﾠinstance	
 ﾠof	
 ﾠa	
 ﾠcustom	
 ﾠclass	
 ﾠ-ﾭ‐	
 ﾠis	
 ﾠcalled	
 ﾠthe	
 ﾠtarget.	
 ﾠThe	
 ﾠaction	
 ﾠis	
 ﾠthe	
 ﾠ	
 ﾠ 	
 ﾠ
	
 ﾠ
	
 ﾠ
message	
 ﾠthat	
 ﾠthe	
 ﾠcontrol	
 ﾠsends	
 ﾠto	
 ﾠthe	
 ﾠtarget.	
 ﾠThe	
 ﾠobject	
 ﾠthat	
 ﾠis	
 ﾠinterested	
 ﾠin	
 ﾠ
the	
 ﾠuser	
 ﾠevent	
 ﾠ-ﾭ‐	
 ﾠthe	
 ﾠtarget	
 ﾠ-ﾭ‐	
 ﾠis	
 ﾠthe	
 ﾠone	
 ﾠthat	
 ﾠimparts	
 ﾠsignificance	
 ﾠto	
 ﾠit,	
 ﾠand	
 ﾠthis	
 ﾠ
significance	
 ﾠis	
 ﾠusually	
 ﾠreflected	
 ﾠin	
 ﾠthe	
 ﾠname	
 ﾠit	
 ﾠgives	
 ﾠto	
 ﾠthe	
 ﾠaction.	
 ﾠ
8.3.4  BINDINGS	
 ﾠ
Bindings	
 ﾠare	
 ﾠa	
 ﾠCocoa	
 ﾠtechnology	
 ﾠthat	
 ﾠthe	
 ﾠprogrammer	
 ﾠcan	
 ﾠuse	
 ﾠto	
 ﾠsynchronize	
 ﾠ
the	
 ﾠdisplay	
 ﾠand	
 ﾠstorage	
 ﾠof	
 ﾠdata	
 ﾠin	
 ﾠa	
 ﾠCocoa	
 ﾠapplication	
 ﾠcreated	
 ﾠfor	
 ﾠMac	
 ﾠOS	
 ﾠX.	
 ﾠ
They	
 ﾠare	
 ﾠan	
 ﾠimportant	
 ﾠtool	
 ﾠin	
 ﾠthe	
 ﾠCocoa	
 ﾠtoolbox	
 ﾠfor	
 ﾠenabling	
 ﾠcommunication	
 ﾠ
between	
 ﾠobjects.	
 ﾠThe	
 ﾠtechnology	
 ﾠis	
 ﾠan	
 ﾠadaptation	
 ﾠof	
 ﾠboth	
 ﾠthe	
 ﾠModel-ﾭ‐View-ﾭ‐
Controller	
 ﾠ and	
 ﾠ object	
 ﾠ modeling	
 ﾠ design	
 ﾠ patternsIt	
 ﾠ allows	
 ﾠ us	
 ﾠ to	
 ﾠ establish	
 ﾠ a	
 ﾠ
mediated	
 ﾠconnection—a	
 ﾠbinding—between	
 ﾠthe	
 ﾠattribute	
 ﾠof	
 ﾠa	
 ﾠview	
 ﾠobject	
 ﾠthat	
 ﾠ
displays	
 ﾠa	
 ﾠvalue	
 ﾠand	
 ﾠa	
 ﾠmodel-ﾭ‐object	
 ﾠproperty	
 ﾠthat	
 ﾠstores	
 ﾠthat	
 ﾠvalue;	
 ﾠwhen	
 ﾠa	
 ﾠ
change	
 ﾠoccurs	
 ﾠin	
 ﾠthe	
 ﾠvalue	
 ﾠin	
 ﾠone	
 ﾠside	
 ﾠof	
 ﾠthe	
 ﾠconnection,	
 ﾠit	
 ﾠis	
 ﾠautomatically	
 ﾠ
reflected	
 ﾠ in	
 ﾠ the	
 ﾠ other.	
 ﾠ The	
 ﾠ controller	
 ﾠ object	
 ﾠ that	
 ﾠ mediates	
 ﾠ the	
 ﾠ connection	
 ﾠ
provides	
 ﾠ additional	
 ﾠ support,	
 ﾠ including	
 ﾠ selection	
 ﾠ management,	
 ﾠ placeholder	
 ﾠ
values,	
 ﾠand	
 ﾠsortable	
 ﾠtables.	
 ﾠ
HOW	
 ﾠBINDINGS	
 ﾠWORK	
 ﾠ
Bindings	
 ﾠ arise	
 ﾠ from	
 ﾠ the	
 ﾠ conceptual	
 ﾠ space	
 ﾠ defined	
 ﾠ by	
 ﾠ the	
 ﾠ Model-ﾭ‐View-ﾭ‐
Controller	
 ﾠ(MVC)	
 ﾠand	
 ﾠobject	
 ﾠmodeling	
 ﾠdesign	
 ﾠpatterns.	
 ﾠAn	
 ﾠMVC	
 ﾠapplication	
 ﾠ
assigns	
 ﾠobjects	
 ﾠgeneral	
 ﾠroles	
 ﾠand	
 ﾠmaintains	
 ﾠseparation	
 ﾠbetween	
 ﾠobjects	
 ﾠbased	
 ﾠ
on	
 ﾠ these	
 ﾠ roles.	
 ﾠ Objects	
 ﾠ can	
 ﾠ be	
 ﾠ view	
 ﾠ objects,	
 ﾠ model	
 ﾠ objects,	
 ﾠ or	
 ﾠ controller	
 ﾠ
objects	
 ﾠwhose	
 ﾠroles	
 ﾠcan	
 ﾠbe	
 ﾠbriefly	
 ﾠstated	
 ﾠas	
 ﾠfollows:	
 ﾠ
	
 ﾠ
•  View	
 ﾠobjects	
 ﾠdisplay	
 ﾠthe	
 ﾠdata	
 ﾠof	
 ﾠthe	
 ﾠapplication.	
 ﾠ
•  Model	
 ﾠobjects	
 ﾠencapsulate	
 ﾠand	
 ﾠoperate	
 ﾠon	
 ﾠapplication	
 ﾠdata.	
 ﾠThey	
 ﾠare	
 ﾠ
typically	
 ﾠthe	
 ﾠpersistent	
 ﾠobjects	
 ﾠthat	
 ﾠour	
 ﾠusers	
 ﾠcreate	
 ﾠand	
 ﾠsave	
 ﾠwhile	
 ﾠan	
 ﾠ
application	
 ﾠis	
 ﾠrunning.	
 ﾠ
•  Controller	
 ﾠobjects	
 ﾠmediate	
 ﾠthe	
 ﾠexchange	
 ﾠof	
 ﾠdata	
 ﾠbetween	
 ﾠview	
 ﾠand	
 ﾠ
model	
 ﾠobjects	
 ﾠand	
 ﾠalso	
 ﾠperform	
 ﾠcommand-ﾭ‐and-ﾭ‐control	
 ﾠservices	
 ﾠfor	
 ﾠthe	
 ﾠ
application.	
 ﾠ
	
 ﾠ
All	
 ﾠobjects,	
 ﾠbut	
 ﾠmost	
 ﾠimportantly	
 ﾠmodel	
 ﾠobjects,	
 ﾠhave	
 ﾠdefining	
 ﾠcomponents	
 ﾠor	
 ﾠ
characteristics	
 ﾠcalled	
 ﾠproperties.	
 ﾠProperties	
 ﾠcan	
 ﾠbe	
 ﾠof	
 ﾠtwo	
 ﾠsorts:	
 ﾠattributes—
values	
 ﾠsuch	
 ﾠas	
 ﾠstrings,	
 ﾠscalars,	
 ﾠand	
 ﾠdata	
 ﾠstructures—and	
 ﾠrelationships	
 ﾠto	
 ﾠother	
 ﾠ
objects.	
 ﾠRelationships	
 ﾠcan	
 ﾠbe	
 ﾠof	
 ﾠtwo	
 ﾠsorts:	
 ﾠone-ﾭ‐to-ﾭ‐one	
 ﾠand	
 ﾠone-ﾭ‐to-ﾭ‐many.	
 ﾠThey	
 ﾠ
can	
 ﾠalso	
 ﾠbe	
 ﾠbidirectional	
 ﾠand	
 ﾠreflexive.	
 ﾠThe	
 ﾠobjects	
 ﾠof	
 ﾠan	
 ﾠapplication	
 ﾠthus	
 ﾠhave	
 ﾠ
various	
 ﾠ relationships	
 ﾠ with	
 ﾠ each	
 ﾠ other,	
 ﾠ and	
 ﾠ this	
 ﾠ web	
 ﾠ of	
 ﾠ objects	
 ﾠ is	
 ﾠ called	
 ﾠ an	
 ﾠ
object	
 ﾠ graph.	
 ﾠ A	
 ﾠ property	
 ﾠ has	
 ﾠ an	
 ﾠ identifying	
 ﾠ name	
 ﾠ called	
 ﾠ a	
 ﾠ key.	
 ﾠ Using	
 ﾠ key	
 ﾠ
paths—period-ﾭ‐separated	
 ﾠ sequences	
 ﾠ of	
 ﾠ keys—one	
 ﾠ can	
 ﾠ traverse	
 ﾠ the	
 ﾠ
relationships	
 ﾠin	
 ﾠan	
 ﾠobject	
 ﾠgraph	
 ﾠto	
 ﾠaccess	
 ﾠthe	
 ﾠattributes	
 ﾠof	
 ﾠrelated	
 ﾠobjects.	
 ﾠ
The	
 ﾠbindings	
 ﾠtechnology	
 ﾠmakes	
 ﾠuse	
 ﾠof	
 ﾠan	
 ﾠobject	
 ﾠgraph	
 ﾠto	
 ﾠestablish	
 ﾠ
bindings	
 ﾠamong	
 ﾠthe	
 ﾠview,	
 ﾠmodel,	
 ﾠand	
 ﾠcontroller	
 ﾠobjects	
 ﾠof	
 ﾠan	
 ﾠapplication.	
 ﾠWith	
 ﾠ
bindings	
 ﾠwe	
 ﾠ can	
 ﾠextend	
 ﾠthe	
 ﾠweb	
 ﾠof	
 ﾠrelationships	
 ﾠfrom	
 ﾠthe	
 ﾠobject	
 ﾠgraph	
 ﾠof	
 ﾠ
model	
 ﾠobjects	
 ﾠto	
 ﾠthe	
 ﾠcontroller	
 ﾠand	
 ﾠview	
 ﾠobjects	
 ﾠof	
 ﾠan	
 ﾠapplication.	
 ﾠWe	
 ﾠcan	
 ﾠ
establish	
 ﾠa	
 ﾠbinding	
 ﾠbetween	
 ﾠan	
 ﾠattribute	
 ﾠof	
 ﾠa	
 ﾠview	
 ﾠobject	
 ﾠand	
 ﾠa	
 ﾠproperty	
 ﾠof	
 ﾠa	
 ﾠ
model	
 ﾠobject	
 ﾠ(typically	
 ﾠthrough	
 ﾠa	
 ﾠmediating	
 ﾠproperty	
 ﾠof	
 ﾠa	
 ﾠcontroller	
 ﾠobject).	
 ﾠ	
 ﾠ
Any	
 ﾠ change	
 ﾠ in	
 ﾠ the	
 ﾠ displayed	
 ﾠ attribute	
 ﾠ value	
 ﾠ is	
 ﾠ automatically	
 ﾠ propagated	
 ﾠ
through	
 ﾠ the	
 ﾠ binding	
 ﾠ to	
 ﾠ the	
 ﾠ property	
 ﾠ where	
 ﾠ the	
 ﾠ value	
 ﾠ is	
 ﾠ stored.	
 ﾠ And	
 ﾠ any	
 ﾠ
internal	
 ﾠchange	
 ﾠin	
 ﾠthe	
 ﾠvalue	
 ﾠof	
 ﾠthe	
 ﾠproperty	
 ﾠis	
 ﾠcommunicated	
 ﾠback	
 ﾠto	
 ﾠthe	
 ﾠview	
 ﾠ
for	
 ﾠdisplay.	
 ﾠ
For	
 ﾠexample,	
 ﾠFigure	
 ﾠ8.4	
 ﾠshows	
 ﾠa	
 ﾠsimplified	
 ﾠset	
 ﾠof	
 ﾠbindings	
 ﾠbetween	
 ﾠthe	
 ﾠ
displayed	
 ﾠvalues	
 ﾠof	
 ﾠa	
 ﾠslider	
 ﾠand	
 ﾠa	
 ﾠtext	
 ﾠfield	
 ﾠ(attributes	
 ﾠof	
 ﾠthose	
 ﾠview	
 ﾠobjects)	
 ﾠ
and	
 ﾠthe	
 ﾠnumber	
 ﾠattribute	
 ﾠof	
 ﾠa	
 ﾠmodel	
 ﾠobject	
 ﾠ(MyObject)	
 ﾠthrough	
 ﾠthe	
 ﾠcontent	
 ﾠ
property	
 ﾠ of	
 ﾠ a	
 ﾠ controller	
 ﾠ object.	
 ﾠ With	
 ﾠ these	
 ﾠ bindings	
 ﾠ established,	
 ﾠ if	
 ﾠ a	
 ﾠ user	
 ﾠ
moves	
 ﾠthe	
 ﾠslider,	
 ﾠthe	
 ﾠchange	
 ﾠin	
 ﾠvalue	
 ﾠis	
 ﾠapplied	
 ﾠto	
 ﾠthe	
 ﾠnumber	
 ﾠattribute	
 ﾠand	
 ﾠ
communicated	
 ﾠback	
 ﾠto	
 ﾠthe	
 ﾠtext	
 ﾠfield	
 ﾠfor	
 ﾠdisplay.	
 ﾠ
	
 ﾠ
	
 ﾠ
FIGURE	
 ﾠ8.4	
 ﾠ-ﾭ‐	
 ﾠBINDINGS	
 ﾠBETWEEN	
 ﾠVIEW,	
 ﾠCONTROLLER,	
 ﾠAND	
 ﾠMODEL	
 ﾠOBJECTS	
 ﾠ
The	
 ﾠ implementation	
 ﾠ of	
 ﾠ bindings	
 ﾠ rests	
 ﾠ on	
 ﾠ the	
 ﾠ enabling	
 ﾠ mechanisms	
 ﾠ of	
 ﾠ key-ﾭ‐
value	
 ﾠcoding,	
 ﾠkey-ﾭ‐value	
 ﾠobserving,	
 ﾠand	
 ﾠkey-ﾭ‐value	
 ﾠbinding.	
 ﾠ
We	
 ﾠ can	
 ﾠ establish	
 ﾠ a	
 ﾠ binding	
 ﾠ between	
 ﾠ any	
 ﾠ two	
 ﾠ objects.	
 ﾠ The	
 ﾠ only	
 ﾠ
requirement	
 ﾠ is	
 ﾠ that	
 ﾠ the	
 ﾠ objects	
 ﾠ comply	
 ﾠ with	
 ﾠ the	
 ﾠ conventions	
 ﾠ of	
 ﾠ key-ﾭ‐value	
 ﾠ
coding	
 ﾠand	
 ﾠkey-ﾭ‐value	
 ﾠobserving.	
 ﾠHowever,	
 ﾠwe	
 ﾠgenerally	
 ﾠwant	
 ﾠto	
 ﾠestablish	
 ﾠthe	
 ﾠ
binding	
 ﾠthrough	
 ﾠa	
 ﾠmediating	
 ﾠcontroller	
 ﾠbecause	
 ﾠsuch	
 ﾠcontroller	
 ﾠobjects	
 ﾠoffer	
 ﾠ
bindings-ﾭ‐related	
 ﾠservices	
 ﾠsuch	
 ﾠas	
 ﾠselection	
 ﾠmanagement,	
 ﾠplaceholder	
 ﾠvalues,	
 ﾠ
and	
 ﾠthe	
 ﾠability	
 ﾠto	
 ﾠcommit	
 ﾠor	
 ﾠdiscard	
 ﾠpending	
 ﾠchanges.	
 ﾠMediating	
 ﾠcontrollers	
 ﾠ
are	
 ﾠ instances	
 ﾠ of	
 ﾠ several	
 ﾠ NSController	
 ﾠ subclasses;	
 ﾠ they	
 ﾠ are	
 ﾠ available	
 ﾠ in	
 ﾠ the	
 ﾠ
Objects	
 ﾠ &	
 ﾠ Controllers	
 ﾠ section	
 ﾠ of	
 ﾠ the	
 ﾠ Interface	
 ﾠ Builder	
 ﾠ library.	
 ﾠ We	
 ﾠ can	
 ﾠ also	
 ﾠ
create	
 ﾠ custom	
 ﾠ mediating-ﾭ‐controller	
 ﾠ classes	
 ﾠ to	
 ﾠ acquire	
 ﾠ more	
 ﾠ specialized	
 ﾠ
behavior.	
 ﾠ
8.3.5  NOTIFICATIONS	
 ﾠ	
 ﾠ
The	
 ﾠstandard	
 ﾠway	
 ﾠto	
 ﾠpass	
 ﾠinformation	
 ﾠbetween	
 ﾠobjects	
 ﾠis	
 ﾠmessage	
 ﾠpassing—in	
 ﾠ
which	
 ﾠone	
 ﾠobject	
 ﾠinvokes	
 ﾠthe	
 ﾠmethod	
 ﾠof	
 ﾠanother	
 ﾠobject.	
 ﾠHowever,	
 ﾠmessage	
 ﾠ
passing	
 ﾠrequires	
 ﾠthat	
 ﾠthe	
 ﾠobject	
 ﾠsending	
 ﾠthe	
 ﾠmessage	
 ﾠknow	
 ﾠwho	
 ﾠthe	
 ﾠreceiver	
 ﾠis	
 ﾠ
and	
 ﾠ what	
 ﾠ messages	
 ﾠ it	
 ﾠ responds	
 ﾠ to.	
 ﾠ This	
 ﾠ requirement	
 ﾠ is	
 ﾠ true	
 ﾠ of	
 ﾠ delegation	
 ﾠ
messages	
 ﾠas	
 ﾠwell	
 ﾠas	
 ﾠother	
 ﾠtypes	
 ﾠof	
 ﾠmessages.	
 ﾠAt	
 ﾠtimes,	
 ﾠthis	
 ﾠtight	
 ﾠcoupling	
 ﾠof	
 ﾠ	
 ﾠ 	
 ﾠ
	
 ﾠ
	
 ﾠ
two	
 ﾠobjects	
 ﾠis	
 ﾠundesirable—most	
 ﾠnotably	
 ﾠbecause	
 ﾠit	
 ﾠwould	
 ﾠjoin	
 ﾠtogether	
 ﾠwhat	
 ﾠ
might	
 ﾠbe	
 ﾠtwo	
 ﾠotherwise	
 ﾠindependent	
 ﾠsubsystems.	
 ﾠAnd	
 ﾠit	
 ﾠis	
 ﾠimpractical	
 ﾠbecause	
 ﾠ
it	
 ﾠwould	
 ﾠrequire	
 ﾠhard-ﾭ‐coded	
 ﾠconnections	
 ﾠbetween	
 ﾠmany	
 ﾠdisparate	
 ﾠobjects	
 ﾠin	
 ﾠ
an	
 ﾠapplication.	
 ﾠ
For	
 ﾠ cases	
 ﾠ where	
 ﾠ standard	
 ﾠ message	
 ﾠ passing	
 ﾠ just	
 ﾠ will	
 ﾠ not	
 ﾠ do,	
 ﾠ Cocoa	
 ﾠ
offers	
 ﾠ the	
 ﾠ broadcast	
 ﾠ model	
 ﾠ of	
 ﾠ notification.	
 ﾠ By	
 ﾠ using	
 ﾠ the	
 ﾠ notification	
 ﾠ
mechanism,	
 ﾠone	
 ﾠobject	
 ﾠcan	
 ﾠkeep	
 ﾠother	
 ﾠobjects	
 ﾠinformed	
 ﾠof	
 ﾠwhat	
 ﾠit	
 ﾠis	
 ﾠdoing.	
 ﾠIn	
 ﾠ
this	
 ﾠsense,	
 ﾠit	
 ﾠis	
 ﾠsimilar	
 ﾠto	
 ﾠdelegation,	
 ﾠbut	
 ﾠthe	
 ﾠdifferences	
 ﾠare	
 ﾠimportant.	
 ﾠThe	
 ﾠkey	
 ﾠ
distinction	
 ﾠbetween	
 ﾠdelegation	
 ﾠand	
 ﾠnotification	
 ﾠis	
 ﾠthat	
 ﾠthe	
 ﾠformer	
 ﾠis	
 ﾠa	
 ﾠone-ﾭ‐to-ﾭ‐
one	
 ﾠcommunication	
 ﾠpath	
 ﾠ(between	
 ﾠthe	
 ﾠdelegating	
 ﾠobject	
 ﾠand	
 ﾠits	
 ﾠdelegate).	
 ﾠBut	
 ﾠ
notification	
 ﾠ is	
 ﾠ a	
 ﾠ potentially	
 ﾠ one-ﾭ‐to-ﾭ‐many	
 ﾠ form	
 ﾠ of	
 ﾠ communication—it	
 ﾠ is	
 ﾠ a	
 ﾠ
broadcast.	
 ﾠ An	
 ﾠ object	
 ﾠ can	
 ﾠ have	
 ﾠ only	
 ﾠ one	
 ﾠ delegate,	
 ﾠ but	
 ﾠ it	
 ﾠ can	
 ﾠ have	
 ﾠ many	
 ﾠ
observers,	
 ﾠas	
 ﾠthe	
 ﾠrecipients	
 ﾠof	
 ﾠnotification	
 ﾠare	
 ﾠknown.	
 ﾠAnd	
 ﾠthe	
 ﾠobject	
 ﾠdoesn’t	
 ﾠ
have	
 ﾠ to	
 ﾠ know	
 ﾠ what	
 ﾠ those	
 ﾠ observers	
 ﾠ are.	
 ﾠ Any	
 ﾠ object	
 ﾠ can	
 ﾠ observe	
 ﾠ an	
 ﾠ event	
 ﾠ
indirectly	
 ﾠvia	
 ﾠnotification	
 ﾠand	
 ﾠadjust	
 ﾠits	
 ﾠown	
 ﾠappearance,	
 ﾠbehavior,	
 ﾠand	
 ﾠstate	
 ﾠin	
 ﾠ
response	
 ﾠ to	
 ﾠ the	
 ﾠ event.	
 ﾠ Notification	
 ﾠ is	
 ﾠ a	
 ﾠ powerful	
 ﾠ mechanism	
 ﾠ for	
 ﾠ attaining	
 ﾠ
coordination	
 ﾠand	
 ﾠcohesion	
 ﾠin	
 ﾠa	
 ﾠprogram.	
 ﾠ
How	
 ﾠ the	
 ﾠ notification	
 ﾠ mechanism	
 ﾠ works	
 ﾠ is	
 ﾠ conceptually	
 ﾠ
straightforward.	
 ﾠA	
 ﾠprocess	
 ﾠhas	
 ﾠan	
 ﾠobject	
 ﾠcalled	
 ﾠa	
 ﾠnotification	
 ﾠcenter,	
 ﾠwhich	
 ﾠ
acts	
 ﾠas	
 ﾠa	
 ﾠclearing	
 ﾠhouse	
 ﾠand	
 ﾠbroadcast	
 ﾠcenter	
 ﾠfor	
 ﾠnotifications.	
 ﾠObjects	
 ﾠthat	
 ﾠ
need	
 ﾠto	
 ﾠknow	
 ﾠabout	
 ﾠan	
 ﾠevent	
 ﾠelsewhere	
 ﾠin	
 ﾠthe	
 ﾠapplication	
 ﾠregister	
 ﾠwith	
 ﾠthe	
 ﾠ
notification	
 ﾠcenter	
 ﾠto	
 ﾠlet	
 ﾠit	
 ﾠknow	
 ﾠthey	
 ﾠwant	
 ﾠto	
 ﾠbe	
 ﾠnotified	
 ﾠwhen	
 ﾠthat	
 ﾠevent	
 ﾠ
happens.	
 ﾠAn	
 ﾠexample	
 ﾠof	
 ﾠthis	
 ﾠis	
 ﾠa	
 ﾠcontroller	
 ﾠobject	
 ﾠthat	
 ﾠneeds	
 ﾠto	
 ﾠknow	
 ﾠwhen	
 ﾠa	
 ﾠ
pop-ﾭ‐up	
 ﾠmenu	
 ﾠchoice	
 ﾠis	
 ﾠmade	
 ﾠso	
 ﾠit	
 ﾠcan	
 ﾠreflect	
 ﾠthis	
 ﾠchange	
 ﾠin	
 ﾠthe	
 ﾠuser	
 ﾠinterface.	
 ﾠ
When	
 ﾠthe	
 ﾠevent	
 ﾠdoes	
 ﾠhappen,	
 ﾠthe	
 ﾠobject	
 ﾠthat	
 ﾠis	
 ﾠhandling	
 ﾠthe	
 ﾠevent	
 ﾠposts	
 ﾠa	
 ﾠ
notification	
 ﾠto	
 ﾠthe	
 ﾠnotification	
 ﾠcenter,	
 ﾠwhich	
 ﾠthen	
 ﾠdispatches	
 ﾠthe	
 ﾠnotification	
 ﾠ
to	
 ﾠall	
 ﾠof	
 ﾠits	
 ﾠobservers.	
 ﾠFigure	
 ﾠ8.5	
 ﾠdepicts	
 ﾠthis	
 ﾠmechanism.	
 ﾠ
	
 ﾠ
	
 ﾠ
FIGURE	
 ﾠ8.5	
 ﾠ-ﾭ‐	
 ﾠPOSTING	
 ﾠAND	
 ﾠBROADCASTING	
 ﾠA	
 ﾠNOTIFICATION	
 ﾠ
Any	
 ﾠobject	
 ﾠcan	
 ﾠpost	
 ﾠa	
 ﾠnotification	
 ﾠand	
 ﾠany	
 ﾠobject	
 ﾠcan	
 ﾠregister	
 ﾠitself	
 ﾠwith	
 ﾠthe	
 ﾠ
notification	
 ﾠ center	
 ﾠ as	
 ﾠ an	
 ﾠ observer	
 ﾠ of	
 ﾠ a	
 ﾠ notification.	
 ﾠ The	
 ﾠ object	
 ﾠ posting	
 ﾠ the	
 ﾠ	
 ﾠ
notification,	
 ﾠthe	
 ﾠobject	
 ﾠthat	
 ﾠthe	
 ﾠposting	
 ﾠobject	
 ﾠincludes	
 ﾠin	
 ﾠthe	
 ﾠnotification,	
 ﾠand	
 ﾠ
the	
 ﾠobserver	
 ﾠof	
 ﾠthe	
 ﾠnotification	
 ﾠmay	
 ﾠall	
 ﾠbe	
 ﾠdifferent	
 ﾠobjects	
 ﾠor	
 ﾠthe	
 ﾠsame	
 ﾠobject.	
 ﾠ
(Having	
 ﾠthe	
 ﾠposting	
 ﾠand	
 ﾠobserving	
 ﾠobject	
 ﾠbe	
 ﾠthe	
 ﾠsame	
 ﾠdoes	
 ﾠhave	
 ﾠits	
 ﾠuses,	
 ﾠsuch	
 ﾠ
as	
 ﾠ in	
 ﾠ idle-ﾭ‐time	
 ﾠ processing.)	
 ﾠ Objects	
 ﾠ that	
 ﾠ post	
 ﾠ notifications	
 ﾠ need	
 ﾠ not	
 ﾠ know	
 ﾠ
anything	
 ﾠabout	
 ﾠthe	
 ﾠobservers.	
 ﾠOn	
 ﾠthe	
 ﾠother	
 ﾠhand,	
 ﾠobservers	
 ﾠneed	
 ﾠto	
 ﾠknow	
 ﾠat	
 ﾠ
least	
 ﾠthe	
 ﾠnotification	
 ﾠname	
 ﾠand	
 ﾠthe	
 ﾠkeys	
 ﾠto	
 ﾠany	
 ﾠdictionary	
 ﾠencapsulated	
 ﾠby	
 ﾠthe	
 ﾠ
notification	
 ﾠobject.	
 ﾠ
8.4  CUSTOM	
 ﾠDRAWING	
 ﾠWITH	
 ﾠCOCOA	
 ﾠ
Drawing	
 ﾠis	
 ﾠa	
 ﾠfundamental	
 ﾠpart	
 ﾠof	
 ﾠmost	
 ﾠCocoa	
 ﾠapplications.	
 ﾠIf	
 ﾠthe	
 ﾠapplication	
 ﾠ
uses	
 ﾠonly	
 ﾠstandard	
 ﾠsystem	
 ﾠcontrols,	
 ﾠthen	
 ﾠCocoa	
 ﾠdoes	
 ﾠall	
 ﾠof	
 ﾠthe	
 ﾠdrawing	
 ﾠfor	
 ﾠus.	
 ﾠ
If	
 ﾠthere	
 ﾠis	
 ﾠthe	
 ﾠneed	
 ﾠto	
 ﾠuse	
 ﾠcustom	
 ﾠviews	
 ﾠor	
 ﾠcontrols,	
 ﾠthough,	
 ﾠthen	
 ﾠit	
 ﾠis	
 ﾠup	
 ﾠto	
 ﾠthe	
 ﾠ
programmer	
 ﾠto	
 ﾠcreate	
 ﾠtheir	
 ﾠappearance	
 ﾠusing	
 ﾠdrawing	
 ﾠcommands.	
 ﾠ	
 ﾠ
In	
 ﾠthe	
 ﾠfollowing	
 ﾠsections	
 ﾠwe	
 ﾠwill	
 ﾠprovide	
 ﾠa	
 ﾠquick	
 ﾠtour	
 ﾠof	
 ﾠthe	
 ﾠdrawing-ﾭ‐related	
 ﾠ
features	
 ﾠavailable	
 ﾠin	
 ﾠCocoa.	
 ﾠ
8.4.1  COCOA	
 ﾠDRAWING	
 ﾠSUPPORT	
 ﾠ
The	
 ﾠCocoa	
 ﾠdrawing	
 ﾠenvironment	
 ﾠis	
 ﾠavailable	
 ﾠto	
 ﾠall	
 ﾠapplications	
 ﾠbuilt	
 ﾠon	
 ﾠtop	
 ﾠof	
 ﾠ
the	
 ﾠApplication	
 ﾠKit	
 ﾠframework.	
 ﾠThis	
 ﾠframework	
 ﾠdefines	
 ﾠnumerous	
 ﾠclasses	
 ﾠand	
 ﾠ
functions	
 ﾠfor	
 ﾠdrawing	
 ﾠeverything	
 ﾠfrom	
 ﾠprimitive	
 ﾠshapes	
 ﾠto	
 ﾠcomplex	
 ﾠimages	
 ﾠand	
 ﾠ
text.	
 ﾠ Cocoa	
 ﾠ drawing	
 ﾠ also	
 ﾠ relies	
 ﾠ on	
 ﾠ some	
 ﾠ primitive	
 ﾠ data	
 ﾠ types	
 ﾠ found	
 ﾠ in	
 ﾠ the	
 ﾠ
Foundation	
 ﾠframework	
 ﾠ(Foundation.framework).	
 ﾠ
The	
 ﾠCocoa	
 ﾠdrawing	
 ﾠenvironment	
 ﾠis	
 ﾠcompatible	
 ﾠwith	
 ﾠall	
 ﾠof	
 ﾠthe	
 ﾠother	
 ﾠ
drawing	
 ﾠtechnologies	
 ﾠin	
 ﾠMac	
 ﾠOS	
 ﾠX,	
 ﾠincluding	
 ﾠQuartz,	
 ﾠOpenGL,	
 ﾠCore	
 ﾠImage,	
 ﾠCore	
 ﾠ
Video,	
 ﾠQuartz	
 ﾠComposer,	
 ﾠPDF	
 ﾠKit,	
 ﾠand	
 ﾠQuickTime.	
 ﾠIn	
 ﾠfact,	
 ﾠmost	
 ﾠCocoa	
 ﾠclasses	
 ﾠ
use	
 ﾠQuartz	
 ﾠextensively	
 ﾠin	
 ﾠtheir	
 ﾠimplementations	
 ﾠto	
 ﾠdo	
 ﾠthe	
 ﾠactual	
 ﾠdrawing.	
 ﾠIn	
 ﾠ
cases	
 ﾠ where	
 ﾠ we	
 ﾠ find	
 ﾠ Cocoa	
 ﾠ does	
 ﾠ not	
 ﾠ have	
 ﾠ the	
 ﾠ features	
 ﾠ we	
 ﾠ need,	
 ﾠ it	
 ﾠ is	
 ﾠ no	
 ﾠ
problem	
 ﾠ to	
 ﾠ integrate	
 ﾠ other	
 ﾠ technologies	
 ﾠ where	
 ﾠ necessary	
 ﾠ to	
 ﾠ achieve	
 ﾠ the	
 ﾠ
desired	
 ﾠeffects.	
 ﾠ
Because	
 ﾠit	
 ﾠis	
 ﾠbased	
 ﾠon	
 ﾠQuartz,	
 ﾠthe	
 ﾠApplication	
 ﾠKit	
 ﾠframework	
 ﾠprovides	
 ﾠmost	
 ﾠof	
 ﾠ
the	
 ﾠsame	
 ﾠfeatures	
 ﾠfound	
 ﾠin	
 ﾠQuartz,	
 ﾠbut	
 ﾠin	
 ﾠan	
 ﾠobject-ﾭ‐oriented	
 ﾠwrapper.	
 ﾠAmong	
 ﾠ
the	
 ﾠfeatures	
 ﾠsupported	
 ﾠdirectly	
 ﾠby	
 ﾠthe	
 ﾠApplication	
 ﾠKit	
 ﾠare	
 ﾠthe	
 ﾠfollowing:	
 ﾠ
	
 ﾠ
•  Path-ﾭ‐based	
 ﾠdrawing	
 ﾠ(also	
 ﾠknown	
 ﾠas	
 ﾠvector-ﾭ‐based	
 ﾠdrawing)	
 ﾠ
•  Image	
 ﾠcreation,	
 ﾠloading	
 ﾠand	
 ﾠdisplay	
 ﾠ
•  Text	
 ﾠlayout	
 ﾠand	
 ﾠdisplay	
 ﾠ
•  PDF	
 ﾠcreation	
 ﾠand	
 ﾠdisplay	
 ﾠ
•  Transparency	
 ﾠ
•  Shadows	
 ﾠ
•  Color	
 ﾠmanagement	
 ﾠ
•  Transforms	
 ﾠ
•  Printing	
 ﾠsupport	
 ﾠ
•  Anti-ﾭ‐aliased	
 ﾠrendering	
 ﾠ
•  OpenGL	
 ﾠsupport	
 ﾠ	
 ﾠ 	
 ﾠ
	
 ﾠ
	
 ﾠ
Like	
 ﾠ Quartz,	
 ﾠ the	
 ﾠ Cocoa	
 ﾠ drawing	
 ﾠ environment	
 ﾠ takes	
 ﾠ advantage	
 ﾠ of	
 ﾠ graphics	
 ﾠ
hardware	
 ﾠwherever	
 ﾠpossible	
 ﾠto	
 ﾠaccelerate	
 ﾠdrawing	
 ﾠoperations.	
 ﾠThis	
 ﾠsupport	
 ﾠis	
 ﾠ
automatic.	
 ﾠWe	
 ﾠdo	
 ﾠnot	
 ﾠhave	
 ﾠto	
 ﾠenable	
 ﾠit	
 ﾠexplicitly	
 ﾠin	
 ﾠour	
 ﾠcode.	
 ﾠ
	
 ﾠ
8.4.2  THE	
 ﾠPAINTER’S	
 ﾠMODEL	
 ﾠ
Like	
 ﾠ Quartz,	
 ﾠ Cocoa	
 ﾠ drawing	
 ﾠ uses	
 ﾠ the	
 ﾠ painter’s	
 ﾠ model	
 ﾠ for	
 ﾠ imaging.	
 ﾠ In	
 ﾠ the	
 ﾠ
painter’s	
 ﾠmodel,	
 ﾠeach	
 ﾠsuccessive	
 ﾠdrawing	
 ﾠoperation	
 ﾠapplies	
 ﾠa	
 ﾠlayer	
 ﾠof	
 ﾠ“paint”	
 ﾠ
to	
 ﾠan	
 ﾠoutput	
 ﾠ“canvas.”	
 ﾠAs	
 ﾠnew	
 ﾠlayers	
 ﾠof	
 ﾠpaint	
 ﾠare	
 ﾠadded,	
 ﾠpreviously	
 ﾠpainted	
 ﾠ
elements	
 ﾠmay	
 ﾠbe	
 ﾠobscured	
 ﾠ(either	
 ﾠpartially	
 ﾠor	
 ﾠtotally)	
 ﾠor	
 ﾠmodified	
 ﾠby	
 ﾠthe	
 ﾠnew	
 ﾠ
paint.	
 ﾠThis	
 ﾠmodel	
 ﾠallows	
 ﾠus	
 ﾠto	
 ﾠconstruct	
 ﾠextremely	
 ﾠsophisticated	
 ﾠimages	
 ﾠfrom	
 ﾠa	
 ﾠ
small	
 ﾠnumber	
 ﾠof	
 ﾠpowerful	
 ﾠprimitives.	
 ﾠ
Figure	
 ﾠ8.6	
 ﾠshows	
 ﾠhow	
 ﾠthe	
 ﾠpainter’s	
 ﾠmodel	
 ﾠworks	
 ﾠand	
 ﾠdemonstrates	
 ﾠ
how	
 ﾠ important	
 ﾠ drawing	
 ﾠ order	
 ﾠ can	
 ﾠ be	
 ﾠ when	
 ﾠ rendering	
 ﾠ content.	
 ﾠ In	
 ﾠ the	
 ﾠ first	
 ﾠ
result,	
 ﾠthe	
 ﾠwireframe	
 ﾠshape	
 ﾠon	
 ﾠthe	
 ﾠleft	
 ﾠis	
 ﾠdrawn	
 ﾠfirst,	
 ﾠfollowed	
 ﾠby	
 ﾠthe	
 ﾠsolid	
 ﾠ
shape,	
 ﾠ obscuring	
 ﾠ all	
 ﾠ but	
 ﾠ the	
 ﾠ perimeter	
 ﾠ of	
 ﾠ the	
 ﾠ wireframe	
 ﾠ shape.	
 ﾠ When	
 ﾠ the	
 ﾠ
shapes	
 ﾠare	
 ﾠdrawn	
 ﾠin	
 ﾠthe	
 ﾠopposite	
 ﾠorder,	
 ﾠthe	
 ﾠresults	
 ﾠare	
 ﾠvery	
 ﾠdifferent.	
 ﾠBecause	
 ﾠ
the	
 ﾠ wireframe	
 ﾠ shape	
 ﾠ has	
 ﾠ more	
 ﾠ holes	
 ﾠ in	
 ﾠ it,	
 ﾠ parts	
 ﾠ of	
 ﾠ the	
 ﾠ solid	
 ﾠ shape	
 ﾠ show	
 ﾠ
through	
 ﾠthose	
 ﾠholes.	
 ﾠ
	
 ﾠ	
 ﾠ
	
 ﾠ
FIGURE	
 ﾠ8.6	
 ﾠ-ﾭ‐	
 ﾠTHE	
 ﾠPAINTERS'	
 ﾠMODEL	
 ﾠ
8.4.3  BASIC	
 ﾠDRAWING	
 ﾠELEMENTS	
 ﾠ
The	
 ﾠ creation	
 ﾠ of	
 ﾠ complex	
 ﾠ graphics	
 ﾠ often	
 ﾠ has	
 ﾠ a	
 ﾠ simple	
 ﾠ beginning.	
 ﾠ In	
 ﾠ Cocoa,	
 ﾠ
everything	
 ﾠwe	
 ﾠdraw	
 ﾠis	
 ﾠderived	
 ﾠfrom	
 ﾠa	
 ﾠset	
 ﾠof	
 ﾠbasic	
 ﾠelements	
 ﾠthat	
 ﾠwe	
 ﾠassemble	
 ﾠ
in	
 ﾠ our	
 ﾠ drawing	
 ﾠ code.	
 ﾠ These	
 ﾠ elements	
 ﾠ are	
 ﾠ fundamental	
 ﾠ to	
 ﾠ all	
 ﾠ drawing	
 ﾠ
operations	
 ﾠand	
 ﾠare	
 ﾠdescribed	
 ﾠin	
 ﾠthe	
 ﾠfollowing	
 ﾠsections.	
 ﾠ
GEOMETRY	
 ﾠSUPPORT	
 ﾠ
Cocoa	
 ﾠ provides	
 ﾠ its	
 ﾠ own	
 ﾠ data	
 ﾠ structures	
 ﾠ for	
 ﾠ manipulating	
 ﾠ basic	
 ﾠ geometric	
 ﾠ
information	
 ﾠsuch	
 ﾠas	
 ﾠpoints	
 ﾠand	
 ﾠrectangles.	
 ﾠCocoa	
 ﾠdefines	
 ﾠthe	
 ﾠdata	
 ﾠtypes	
 ﾠlisted	
 ﾠ
in	
 ﾠthe	
 ﾠfollowing	
 ﾠtable.	
 ﾠThe	
 ﾠmember	
 ﾠfields	
 ﾠin	
 ﾠeach	
 ﾠof	
 ﾠthese	
 ﾠdata	
 ﾠstructures	
 ﾠare	
 ﾠ
floating-ﾭ‐point	
 ﾠvalues.	
 ﾠ
	
 ﾠ
	
 ﾠ	
 ﾠ 	
 ﾠ
	
 ﾠ
	
 ﾠ
TYPE	
 ﾠ DESCRIPTION	
 ﾠ
NSPoint  A	
 ﾠpoint	
 ﾠdata	
 ﾠtype	
 ﾠconsists	
 ﾠof	
 ﾠan	
 ﾠx	
 ﾠand	
 ﾠy	
 ﾠvalue.	
 ﾠPoints	
 ﾠspecify	
 ﾠ
the	
 ﾠcoordinates	
 ﾠfor	
 ﾠa	
 ﾠrendered	
 ﾠelement.	
 ﾠFor	
 ﾠexample,	
 ﾠwe	
 ﾠuse	
 ﾠ
points	
 ﾠto	
 ﾠdefine	
 ﾠlines,	
 ﾠto	
 ﾠspecify	
 ﾠthe	
 ﾠstart	
 ﾠof	
 ﾠa	
 ﾠrectangle,	
 ﾠto	
 ﾠ
specify	
 ﾠthe	
 ﾠangle	
 ﾠof	
 ﾠan	
 ﾠarc,	
 ﾠand	
 ﾠso	
 ﾠon.	
 ﾠ
NSSize  A	
 ﾠsize	
 ﾠdata	
 ﾠtype	
 ﾠconsists	
 ﾠof	
 ﾠa	
 ﾠwidth	
 ﾠand	
 ﾠheight	
 ﾠfield.	
 ﾠSizes	
 ﾠare	
 ﾠ
used	
 ﾠto	
 ﾠspecify	
 ﾠdimensions	
 ﾠof	
 ﾠa	
 ﾠtarget.	
 ﾠFor	
 ﾠexample,	
 ﾠa	
 ﾠsize	
 ﾠdata	
 ﾠ
type	
 ﾠspecifies	
 ﾠthe	
 ﾠwidth	
 ﾠand	
 ﾠheight	
 ﾠof	
 ﾠa	
 ﾠrectangle	
 ﾠor	
 ﾠellipse.	
 ﾠ
NSRect  A	
 ﾠrectangle	
 ﾠdata	
 ﾠtype	
 ﾠis	
 ﾠa	
 ﾠcompound	
 ﾠstructure	
 ﾠcomposed	
 ﾠof	
 ﾠan	
 ﾠ
origin	
 ﾠpoint	
 ﾠand	
 ﾠa	
 ﾠsize.	
 ﾠThe	
 ﾠorigin	
 ﾠfield	
 ﾠspecifies	
 ﾠthe	
 ﾠlocation	
 ﾠof	
 ﾠ
the	
 ﾠrectangle’s	
 ﾠbottom-ﾭ‐left	
 ﾠcorner	
 ﾠin	
 ﾠthe	
 ﾠcurrent	
 ﾠcoordinate	
 ﾠ
system.	
 ﾠ The	
 ﾠ size	
 ﾠ field	
 ﾠ specifies	
 ﾠ the	
 ﾠ rectangle’s	
 ﾠ height	
 ﾠ and	
 ﾠ
width	
 ﾠrelative	
 ﾠto	
 ﾠthe	
 ﾠorigin	
 ﾠpoint	
 ﾠand	
 ﾠextending	
 ﾠup	
 ﾠand	
 ﾠto	
 ﾠthe	
 ﾠ
right.	
 ﾠ(Note,	
 ﾠin	
 ﾠflipped	
 ﾠcoordinate	
 ﾠspaces,	
 ﾠthe	
 ﾠorigin	
 ﾠpoint	
 ﾠis	
 ﾠin	
 ﾠ
the	
 ﾠ upper-ﾭ‐left	
 ﾠ corner	
 ﾠ and	
 ﾠ the	
 ﾠ rectangle’s	
 ﾠ height	
 ﾠ and	
 ﾠ width	
 ﾠ
extend	
 ﾠdown	
 ﾠand	
 ﾠto	
 ﾠthe	
 ﾠright.)	
 ﾠ
	
 ﾠ
SHAPE	
 ﾠPRIMITIVES	
 ﾠ
Cocoa	
 ﾠprovides	
 ﾠsupport	
 ﾠfor	
 ﾠdrawing	
 ﾠshape	
 ﾠprimitives	
 ﾠwith	
 ﾠthe	
 ﾠNSBezierPath	
 ﾠ
class.	
 ﾠWe	
 ﾠcan	
 ﾠuse	
 ﾠthis	
 ﾠclass	
 ﾠto	
 ﾠcreate	
 ﾠthe	
 ﾠfollowing	
 ﾠbasic	
 ﾠshapes:	
 ﾠ
	
 ﾠ
•  Lines	
 ﾠ
•  Rectangles	
 ﾠ
•  Ovals	
 ﾠand	
 ﾠcircles	
 ﾠ
•  Arcs	
 ﾠ
•  Bezier	
 ﾠArabic	
 ﾠCurves	
 ﾠ
	
 ﾠ
Bezier	
 ﾠ path	
 ﾠ objects	
 ﾠ store	
 ﾠ vector-ﾭ‐based	
 ﾠ path	
 ﾠ information,	
 ﾠ making	
 ﾠ them	
 ﾠ
compact	
 ﾠand	
 ﾠresolution	
 ﾠindependent.	
 ﾠWe	
 ﾠcan	
 ﾠcreate	
 ﾠpaths	
 ﾠwith	
 ﾠany	
 ﾠof	
 ﾠthe	
 ﾠ
simple	
 ﾠshapes	
 ﾠor	
 ﾠcombine	
 ﾠthe	
 ﾠbasic	
 ﾠshapes	
 ﾠtogether	
 ﾠto	
 ﾠcreate	
 ﾠmore	
 ﾠcomplex	
 ﾠ
paths.	
 ﾠTo	
 ﾠrender	
 ﾠthose	
 ﾠshapes,	
 ﾠwe	
 ﾠset	
 ﾠthe	
 ﾠdrawing	
 ﾠattributes	
 ﾠfor	
 ﾠthe	
 ﾠpath	
 ﾠand	
 ﾠ
then	
 ﾠstroke	
 ﾠor	
 ﾠfill	
 ﾠit	
 ﾠto	
 ﾠ“paint”	
 ﾠthe	
 ﾠpath	
 ﾠto	
 ﾠour	
 ﾠview.	
 ﾠ
IMAGES	
 ﾠ
Support	
 ﾠfor	
 ﾠimages	
 ﾠis	
 ﾠprovided	
 ﾠby	
 ﾠthe	
 ﾠNSImage	
 ﾠclass	
 ﾠand	
 ﾠits	
 ﾠassociated	
 ﾠimage	
 ﾠ
representation	
 ﾠ classes	
 ﾠ (NSImageRep	
 ﾠ and	
 ﾠ subclasses).	
 ﾠ The	
 ﾠ NSImage	
 ﾠ class	
 ﾠ
contains	
 ﾠthe	
 ﾠbasic	
 ﾠinterface	
 ﾠfor	
 ﾠcreating	
 ﾠand	
 ﾠmanaging	
 ﾠimage-ﾭ‐related	
 ﾠdata.	
 ﾠThe	
 ﾠ
image	
 ﾠrepresentation	
 ﾠclasses	
 ﾠprovide	
 ﾠthe	
 ﾠinfrastructure	
 ﾠused	
 ﾠby	
 ﾠNSImage	
 ﾠto	
 ﾠ	
 ﾠ
manipulate	
 ﾠthe	
 ﾠunderlying	
 ﾠimage	
 ﾠdata.	
 ﾠImages	
 ﾠcan	
 ﾠbe	
 ﾠloaded	
 ﾠfrom	
 ﾠexisting	
 ﾠ
files	
 ﾠor	
 ﾠcreated	
 ﾠon	
 ﾠthe	
 ﾠfly.	
 ﾠ
Cocoa	
 ﾠ supports	
 ﾠ many	
 ﾠ different	
 ﾠ image	
 ﾠ formats,	
 ﾠ either	
 ﾠ directly	
 ﾠ or	
 ﾠ indirectly.	
 ﾠ
Some	
 ﾠof	
 ﾠthe	
 ﾠformats	
 ﾠCocoa	
 ﾠsupports	
 ﾠdirectly	
 ﾠinclude	
 ﾠthe	
 ﾠfollowing:	
 ﾠ
	
 ﾠ
•  Bitmap	
 ﾠimages,	
 ﾠincluding	
 ﾠthe	
 ﾠfollowing	
 ﾠimage	
 ﾠformats:	
 ﾠ
o  BMP	
 ﾠ
o  GIF	
 ﾠ
o  JPEG	
 ﾠ
o  JPEG	
 ﾠ2000	
 ﾠ
o  PNG	
 ﾠ
o  TIFF	
 ﾠ
•  Images	
 ﾠbased	
 ﾠon	
 ﾠEncapsulated	
 ﾠPostScript	
 ﾠ(EPS)	
 ﾠdata	
 ﾠ
•  Images	
 ﾠbased	
 ﾠon	
 ﾠPortable	
 ﾠDocument	
 ﾠFormat	
 ﾠ(PDF)	
 ﾠdata	
 ﾠ
•  Images	
 ﾠbased	
 ﾠon	
 ﾠPICT	
 ﾠdata	
 ﾠ
•  Core	
 ﾠImage	
 ﾠimages	
 ﾠ
	
 ﾠ
Because	
 ﾠ they	
 ﾠ support	
 ﾠ many	
 ﾠ types	
 ﾠ of	
 ﾠ data,	
 ﾠ we	
 ﾠ should	
 ﾠ not	
 ﾠ think	
 ﾠ of	
 ﾠ image	
 ﾠ
objects	
 ﾠstrictly	
 ﾠas	
 ﾠbitmaps.	
 ﾠImage	
 ﾠobjects	
 ﾠcan	
 ﾠalso	
 ﾠstore	
 ﾠpath-ﾭ‐based	
 ﾠdrawing	
 ﾠ
commands	
 ﾠfound	
 ﾠin	
 ﾠEPS,	
 ﾠPDF,	
 ﾠand	
 ﾠPICT	
 ﾠfiles.	
 ﾠThey	
 ﾠcan	
 ﾠrender	
 ﾠdata	
 ﾠprovided	
 ﾠto	
 ﾠ
them	
 ﾠby	
 ﾠCore	
 ﾠImage.	
 ﾠThey	
 ﾠcan	
 ﾠinterpolate	
 ﾠimage	
 ﾠdata	
 ﾠas	
 ﾠneeded	
 ﾠand	
 ﾠrender	
 ﾠ
the	
 ﾠimage	
 ﾠat	
 ﾠdifferent	
 ﾠresolutions	
 ﾠas	
 ﾠneeded.	
 ﾠ
GRADIENTS	
 ﾠ
In	
 ﾠ Mac	
 ﾠ OS	
 ﾠ X	
 ﾠ v10.5	
 ﾠ and	
 ﾠ later,	
 ﾠ we	
 ﾠ can	
 ﾠ use	
 ﾠ the	
 ﾠ NSGradient	
 ﾠ class	
 ﾠ to	
 ﾠ create	
 ﾠ
gradient	
 ﾠfill	
 ﾠpatterns.	
 ﾠ
TEXT	
 ﾠ
Cocoa	
 ﾠprovides	
 ﾠan	
 ﾠadvanced	
 ﾠtext	
 ﾠsystem	
 ﾠfor	
 ﾠdrawing	
 ﾠeverything	
 ﾠfrom	
 ﾠsimple	
 ﾠ
strings	
 ﾠto	
 ﾠformatted	
 ﾠtext	
 ﾠflows.	
 ﾠBecause	
 ﾠtext	
 ﾠlayout	
 ﾠand	
 ﾠrendering	
 ﾠusing	
 ﾠthe	
 ﾠ
Cocoa	
 ﾠtext	
 ﾠsystem	
 ﾠis	
 ﾠa	
 ﾠvery	
 ﾠcomplicated	
 ﾠprocess,	
 ﾠit	
 ﾠis	
 ﾠnot	
 ﾠcovered	
 ﾠwith	
 ﾠgreat	
 ﾠ
detail	
 ﾠhere
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 ﾠ
8.4.4  VIEWS	
 ﾠAND	
 ﾠDRAWING	
 ﾠ
Nearly	
 ﾠ all	
 ﾠ drawing	
 ﾠ in	
 ﾠ Cocoa	
 ﾠ is	
 ﾠ done	
 ﾠ inside	
 ﾠ views.	
 ﾠ Views	
 ﾠ are	
 ﾠ objects	
 ﾠ that	
 ﾠ
represent	
 ﾠa	
 ﾠvisual	
 ﾠportion	
 ﾠof	
 ﾠa	
 ﾠwindow.	
 ﾠEach	
 ﾠview	
 ﾠobject	
 ﾠis	
 ﾠresponsible	
 ﾠfor	
 ﾠ
displaying	
 ﾠ some	
 ﾠ visual	
 ﾠ content	
 ﾠ and	
 ﾠ responding	
 ﾠ to	
 ﾠ user	
 ﾠ events	
 ﾠ in	
 ﾠ its	
 ﾠ visible	
 ﾠ
area.	
 ﾠA	
 ﾠview	
 ﾠmay	
 ﾠalso	
 ﾠbe	
 ﾠresponsible	
 ﾠfor	
 ﾠone	
 ﾠor	
 ﾠmore	
 ﾠsubviews.	
 ﾠ
The	
 ﾠNSView	
 ﾠclass	
 ﾠis	
 ﾠthe	
 ﾠbase	
 ﾠclass	
 ﾠfor	
 ﾠall	
 ﾠview-ﾭ‐related	
 ﾠobjects.	
 ﾠCocoa	
 ﾠ
defines	
 ﾠseveral	
 ﾠtypes	
 ﾠof	
 ﾠviews	
 ﾠfor	
 ﾠdisplaying	
 ﾠstandard	
 ﾠcontent,	
 ﾠincluding	
 ﾠtext	
 ﾠ
views,	
 ﾠsplit	
 ﾠviews,	
 ﾠtab	
 ﾠviews,	
 ﾠruler	
 ﾠviews,	
 ﾠand	
 ﾠso	
 ﾠon.	
 ﾠCocoa	
 ﾠcontrols	
 ﾠare	
 ﾠalso	
 ﾠ
based	
 ﾠon	
 ﾠthe	
 ﾠNSView	
 ﾠclass	
 ﾠand	
 ﾠimplement	
 ﾠinterface	
 ﾠelements	
 ﾠsuch	
 ﾠas	
 ﾠbuttons,	
 ﾠ
scrollers,	
 ﾠtables,	
 ﾠand	
 ﾠtext	
 ﾠfields.	
 ﾠIn	
 ﾠaddition	
 ﾠto	
 ﾠthe	
 ﾠstandard	
 ﾠviews	
 ﾠand	
 ﾠcontrols,	
 ﾠ
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 ﾠ	
 ﾠFor	
 ﾠmore	
 ﾠdetails,	
 ﾠplease	
 ﾠvisit	
 ﾠhttp://developer.apple.com/	
 ﾠ	
 ﾠ 	
 ﾠ
	
 ﾠ
	
 ﾠ
we	
 ﾠcan	
 ﾠalso	
 ﾠcreate	
 ﾠour	
 ﾠown	
 ﾠcustom	
 ﾠviews.	
 ﾠWe	
 ﾠcreate	
 ﾠcustom	
 ﾠviews	
 ﾠin	
 ﾠcases	
 ﾠ
where	
 ﾠthe	
 ﾠbehavior	
 ﾠwe	
 ﾠare	
 ﾠlooking	
 ﾠfor	
 ﾠis	
 ﾠnot	
 ﾠprovided	
 ﾠby	
 ﾠany	
 ﾠof	
 ﾠthe	
 ﾠstandard	
 ﾠ
views.	
 ﾠCocoa	
 ﾠnotifies	
 ﾠour	
 ﾠview	
 ﾠthat	
 ﾠit	
 ﾠneeds	
 ﾠto	
 ﾠdraw	
 ﾠitself	
 ﾠby	
 ﾠsending	
 ﾠour	
 ﾠview	
 ﾠ
a	
 ﾠdrawRect:	
 ﾠmessage.	
 ﾠOur	
 ﾠimplementation	
 ﾠof	
 ﾠthe	
 ﾠdrawRect:	
 ﾠmethod	
 ﾠis	
 ﾠwhere	
 ﾠ
all	
 ﾠof	
 ﾠour	
 ﾠdrawing	
 ﾠcode	
 ﾠgoes.	
 ﾠ
By	
 ﾠdefault,	
 ﾠwindow	
 ﾠupdates	
 ﾠoccur	
 ﾠonly	
 ﾠin	
 ﾠresponse	
 ﾠto	
 ﾠuser	
 ﾠactions.	
 ﾠ
This	
 ﾠmeans	
 ﾠthat	
 ﾠour	
 ﾠview’s	
 ﾠdrawRect:	
 ﾠmethod	
 ﾠis	
 ﾠcalled	
 ﾠonly	
 ﾠwhen	
 ﾠsomething	
 ﾠ
about	
 ﾠour	
 ﾠview	
 ﾠhas	
 ﾠchanged.	
 ﾠFor	
 ﾠexample,	
 ﾠCocoa	
 ﾠcalls	
 ﾠthe	
 ﾠmethod	
 ﾠwhen	
 ﾠa	
 ﾠ
scrolling	
 ﾠaction	
 ﾠcauses	
 ﾠa	
 ﾠpreviously	
 ﾠhidden	
 ﾠpart	
 ﾠof	
 ﾠour	
 ﾠview	
 ﾠto	
 ﾠbe	
 ﾠexposed.	
 ﾠ
Cocoa	
 ﾠ also	
 ﾠ calls	
 ﾠ it	
 ﾠ in	
 ﾠ response	
 ﾠ to	
 ﾠ requests	
 ﾠ from	
 ﾠ our	
 ﾠ own	
 ﾠ code.	
 ﾠ If	
 ﾠ the	
 ﾠ
information	
 ﾠ displayed	
 ﾠ by	
 ﾠ the	
 ﾠ custom	
 ﾠ view	
 ﾠ changes,	
 ﾠ we	
 ﾠ must	
 ﾠ tell	
 ﾠ Cocoa	
 ﾠ
explicitly	
 ﾠthat	
 ﾠwe	
 ﾠwant	
 ﾠthe	
 ﾠappropriate	
 ﾠparts	
 ﾠof	
 ﾠour	
 ﾠview	
 ﾠupdated.	
 ﾠWe	
 ﾠdo	
 ﾠso	
 ﾠby	
 ﾠ
invalidating	
 ﾠ parts	
 ﾠ of	
 ﾠ our	
 ﾠ view’s	
 ﾠ visible	
 ﾠ area.	
 ﾠ Cocoa	
 ﾠ collects	
 ﾠ the	
 ﾠ invalidated	
 ﾠ
regions	
 ﾠtogether	
 ﾠand	
 ﾠgenerates	
 ﾠappropriate	
 ﾠdrawRect:	
 ﾠmessages	
 ﾠto	
 ﾠredraw	
 ﾠthe	
 ﾠ
content.	
 ﾠ
Although	
 ﾠthere	
 ﾠare	
 ﾠnumerous	
 ﾠways	
 ﾠto	
 ﾠdraw,	
 ﾠa	
 ﾠbasic	
 ﾠdrawRect:	
 ﾠmethod	
 ﾠhas	
 ﾠ
the	
 ﾠfollowing	
 ﾠstructure:	
 ﾠ
	
 ﾠ
- (void)drawRect(NSRect rect)  
{ 
        // Draw contents here   
} 
LISTING	
 ﾠ8.2	
 ﾠ-ﾭ‐	
 ﾠDRAWRECT	
 ﾠMETHOD	
 ﾠSTRUCTURE	
 ﾠ
By	
 ﾠthe	
 ﾠtime	
 ﾠour	
 ﾠ drawRect:	
 ﾠmethod	
 ﾠis	
 ﾠcalled,	
 ﾠCocoa	
 ﾠhas	
 ﾠalready	
 ﾠlocked	
 ﾠthe	
 ﾠ
drawing	
 ﾠ focus	
 ﾠ on	
 ﾠ our	
 ﾠ view,	
 ﾠ saved	
 ﾠ the	
 ﾠ graphics	
 ﾠ state,	
 ﾠ adjusted	
 ﾠ the	
 ﾠ current	
 ﾠ
transform	
 ﾠmatrix	
 ﾠto	
 ﾠour	
 ﾠview's	
 ﾠorigin,	
 ﾠand	
 ﾠadjusted	
 ﾠthe	
 ﾠclipping	
 ﾠrectangle	
 ﾠto	
 ﾠ
our	
 ﾠview's	
 ﾠframe.	
 ﾠAll	
 ﾠwe	
 ﾠhave	
 ﾠto	
 ﾠdo	
 ﾠis	
 ﾠdraw	
 ﾠour	
 ﾠcontent.	
 ﾠ
In	
 ﾠreality,	
 ﾠour	
 ﾠ drawRect:	
 ﾠ method	
 ﾠis	
 ﾠoften	
 ﾠmuch	
 ﾠmore	
 ﾠcomplicated.	
 ﾠ
Our	
 ﾠown	
 ﾠmethod	
 ﾠmight	
 ﾠuse	
 ﾠseveral	
 ﾠother	
 ﾠobjects	
 ﾠand	
 ﾠmethods	
 ﾠto	
 ﾠhandle	
 ﾠthe	
 ﾠ
actual	
 ﾠdrawing.	
 ﾠWe	
 ﾠalso	
 ﾠmight	
 ﾠneed	
 ﾠto	
 ﾠsave	
 ﾠand	
 ﾠrestore	
 ﾠthe	
 ﾠgraphics	
 ﾠstate	
 ﾠone	
 ﾠ
or	
 ﾠmore	
 ﾠtimes.	
 ﾠBecause	
 ﾠthis	
 ﾠsingle	
 ﾠmethod	
 ﾠis	
 ﾠused	
 ﾠfor	
 ﾠall	
 ﾠof	
 ﾠour	
 ﾠview's	
 ﾠdrawing,	
 ﾠ
it	
 ﾠalso	
 ﾠhas	
 ﾠto	
 ﾠhandle	
 ﾠseveral	
 ﾠdifferent	
 ﾠsituations.	
 ﾠFor	
 ﾠexample,	
 ﾠwe	
 ﾠmight	
 ﾠwant	
 ﾠ
to	
 ﾠ do	
 ﾠ more	
 ﾠ precise	
 ﾠ drawing	
 ﾠ during	
 ﾠ printing	
 ﾠ or	
 ﾠ use	
 ﾠ heavily	
 ﾠ optimized	
 ﾠ code	
 ﾠ
during	
 ﾠ a	
 ﾠ live	
 ﾠ resizing	
 ﾠ operation.	
 ﾠ The	
 ﾠ options	
 ﾠ are	
 ﾠ numerous	
 ﾠ and	
 ﾠ covered	
 ﾠ in	
 ﾠ
more	
 ﾠdetail	
 ﾠin	
 ﾠthe	
 ﾠApple	
 ﾠdeveloper	
 ﾠwebsite.	
 ﾠ
8.4.5  COMMON	
 ﾠDRAWING	
 ﾠTASKS	
 ﾠ
The	
 ﾠfollowing	
 ﾠtable	
 ﾠlists	
 ﾠsome	
 ﾠof	
 ﾠthe	
 ﾠcommon	
 ﾠtasks	
 ﾠrelated	
 ﾠto	
 ﾠdrawing	
 ﾠthe	
 ﾠ
content	
 ﾠof	
 ﾠour	
 ﾠview	
 ﾠand	
 ﾠoffers	
 ﾠadvice	
 ﾠon	
 ﾠhow	
 ﾠto	
 ﾠaccomplish	
 ﾠthose	
 ﾠtasks.	
 ﾠ
	
 ﾠ
	
 ﾠ
	
 ﾠ
	
 ﾠ
	
 ﾠ
	
 ﾠ
	
 ﾠ	
 ﾠ
TASK	
 ﾠ HOW	
 ﾠTO	
 ﾠACCOMPLISH	
 ﾠ
Draw	
 ﾠthe	
 ﾠcontent	
 ﾠ
of	
 ﾠa	
 ﾠcustom	
 ﾠview	
 ﾠ
Implement	
 ﾠa	
 ﾠdrawRect:	
 ﾠmethod	
 ﾠin	
 ﾠour	
 ﾠcustom	
 ﾠview.	
 ﾠUse	
 ﾠ
our	
 ﾠimplementation	
 ﾠof	
 ﾠthis	
 ﾠmethod	
 ﾠto	
 ﾠdraw	
 ﾠcontent	
 ﾠusing	
 ﾠ
paths,	
 ﾠimages,	
 ﾠtext,	
 ﾠor	
 ﾠany	
 ﾠother	
 ﾠtools	
 ﾠavailable	
 ﾠto	
 ﾠyou	
 ﾠin	
 ﾠ
Cocoa,	
 ﾠQuartz,	
 ﾠor	
 ﾠOpenGL.	
 ﾠ
	
 ﾠ
Update	
 ﾠa	
 ﾠcustom	
 ﾠ
view	
 ﾠto	
 ﾠreflect	
 ﾠ
changed	
 ﾠcontent	
 ﾠ
Send	
 ﾠ a	
 ﾠ setNeedsDisplayInRect:	
 ﾠ or	
 ﾠ setNeedsDisplay:	
 ﾠ
message	
 ﾠto	
 ﾠthe	
 ﾠview.	
 ﾠSending	
 ﾠeither	
 ﾠof	
 ﾠthese	
 ﾠmessages	
 ﾠ
marks	
 ﾠpart	
 ﾠor	
 ﾠall	
 ﾠof	
 ﾠthe	
 ﾠview	
 ﾠas	
 ﾠinvalid	
 ﾠand	
 ﾠin	
 ﾠneed	
 ﾠof	
 ﾠan	
 ﾠ
update.	
 ﾠCocoa	
 ﾠresponds	
 ﾠby	
 ﾠsending	
 ﾠa	
 ﾠdrawRect:	
 ﾠmessage	
 ﾠ
to	
 ﾠour	
 ﾠview	
 ﾠduring	
 ﾠthe	
 ﾠnext	
 ﾠupdate	
 ﾠcycle.	
 ﾠ
	
 ﾠ
Animate	
 ﾠsome	
 ﾠ
content	
 ﾠin	
 ﾠa	
 ﾠview	
 ﾠ
Use	
 ﾠ Core	
 ﾠ Animation,	
 ﾠ set	
 ﾠ up	
 ﾠ a	
 ﾠ timer,	
 ﾠ or	
 ﾠ use	
 ﾠ the	
 ﾠ
NSAnimation	
 ﾠ or	
 ﾠ NSViewAnimation	
 ﾠ classes,	
 ﾠ to	
 ﾠ generate	
 ﾠ
notifications	
 ﾠat	
 ﾠa	
 ﾠdesired	
 ﾠframe	
 ﾠrate.	
 ﾠUpon	
 ﾠreceiving	
 ﾠthe	
 ﾠ
timer	
 ﾠ notification,	
 ﾠ invalidate	
 ﾠ part	
 ﾠ or	
 ﾠ all	
 ﾠ of	
 ﾠ our	
 ﾠ view	
 ﾠ to	
 ﾠ
force	
 ﾠan	
 ﾠupdate
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 ﾠ
	
 ﾠ
Draw	
 ﾠduring	
 ﾠa	
 ﾠlive	
 ﾠ
resize	
 ﾠ
Use	
 ﾠthe	
 ﾠinLiveResize	
 ﾠmethod	
 ﾠof	
 ﾠNSView	
 ﾠto	
 ﾠdetermine	
 ﾠif	
 ﾠ
a	
 ﾠlive	
 ﾠresize	
 ﾠis	
 ﾠhappening.	
 ﾠIf	
 ﾠit	
 ﾠis,	
 ﾠdraw	
 ﾠas	
 ﾠlittle	
 ﾠas	
 ﾠpossible	
 ﾠ
while	
 ﾠensuring	
 ﾠour	
 ﾠview	
 ﾠhas	
 ﾠthe	
 ﾠlook	
 ﾠyou	
 ﾠwant.	
 ﾠ
	
 ﾠ
	
 ﾠ
8.5  ARCHIVING	
 ﾠ
Archives	
 ﾠand	
 ﾠserializations	
 ﾠare	
 ﾠtwo	
 ﾠways	
 ﾠin	
 ﾠwhich	
 ﾠyou	
 ﾠcan	
 ﾠcreate	
 ﾠarchitecture-ﾭ‐
independent	
 ﾠ byte	
 ﾠ streams	
 ﾠ of	
 ﾠ hierarchical	
 ﾠ data.	
 ﾠ Byte	
 ﾠ streams	
 ﾠ can	
 ﾠ then	
 ﾠ be	
 ﾠ
written	
 ﾠto	
 ﾠa	
 ﾠfile	
 ﾠor	
 ﾠtransmitted	
 ﾠto	
 ﾠanother	
 ﾠprocess,	
 ﾠperhaps	
 ﾠover	
 ﾠa	
 ﾠnetwork.	
 ﾠ
When	
 ﾠ the	
 ﾠ byte	
 ﾠ stream	
 ﾠ is	
 ﾠ decoded,	
 ﾠ the	
 ﾠ hierarchy	
 ﾠ is	
 ﾠ regenerated.	
 ﾠ Archives	
 ﾠ
provide	
 ﾠa	
 ﾠdetailed	
 ﾠrecord	
 ﾠof	
 ﾠa	
 ﾠcollection	
 ﾠof	
 ﾠinterrelated	
 ﾠobjects	
 ﾠand	
 ﾠvalues.	
 ﾠ
Serializations	
 ﾠrecord	
 ﾠonly	
 ﾠthe	
 ﾠsimple	
 ﾠhierarchy	
 ﾠof	
 ﾠproperty-ﾭ‐list	
 ﾠvalues.	
 ﾠ
8.5.1  OBJECT	
 ﾠGRAPHS	
 ﾠ
Object-ﾭ‐oriented	
 ﾠ applications	
 ﾠ contain	
 ﾠ complex	
 ﾠ webs	
 ﾠ of	
 ﾠ interrelated	
 ﾠ objects.	
 ﾠ
Objects	
 ﾠare	
 ﾠlinked	
 ﾠto	
 ﾠeach	
 ﾠother	
 ﾠby	
 ﾠone	
 ﾠobject	
 ﾠeither	
 ﾠowning	
 ﾠor	
 ﾠcontaining	
 ﾠ
another	
 ﾠ object	
 ﾠ or	
 ﾠ holding	
 ﾠ a	
 ﾠ reference	
 ﾠ to	
 ﾠ another	
 ﾠ object	
 ﾠ to	
 ﾠ which	
 ﾠ it	
 ﾠ sends	
 ﾠ
messages.	
 ﾠThis	
 ﾠweb	
 ﾠof	
 ﾠobjects	
 ﾠis	
 ﾠcalled	
 ﾠan	
 ﾠobject	
 ﾠgraph.	
 ﾠ
Even	
 ﾠ with	
 ﾠ very	
 ﾠ few	
 ﾠ objects,	
 ﾠ an	
 ﾠ application’s	
 ﾠ object	
 ﾠ graph	
 ﾠ becomes	
 ﾠ
very	
 ﾠentangled	
 ﾠwith	
 ﾠcircular	
 ﾠreferences	
 ﾠand	
 ﾠmultiple	
 ﾠlinks	
 ﾠto	
 ﾠindividual	
 ﾠobjects.	
 ﾠ
Figure	
 ﾠ8.7	
 ﾠshows	
 ﾠan	
 ﾠincomplete	
 ﾠobject	
 ﾠgraph	
 ﾠfor	
 ﾠa	
 ﾠsimple	
 ﾠCocoa	
 ﾠapplication.	
 ﾠ
(Many	
 ﾠmore	
 ﾠconnections	
 ﾠexist	
 ﾠthan	
 ﾠare	
 ﾠshown	
 ﾠin	
 ﾠthis	
 ﾠfigure.)	
 ﾠConsider	
 ﾠthe	
 ﾠ
window’s	
 ﾠ view	
 ﾠ hierarchy	
 ﾠ portion	
 ﾠ of	
 ﾠ the	
 ﾠ object	
 ﾠ graph.	
 ﾠ This	
 ﾠ hierarchy	
 ﾠ is	
 ﾠ
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 ﾠFor	
 ﾠ information	
 ﾠ about	
 ﾠ Core	
 ﾠ Animation,,	
 ﾠ about	
 ﾠ animating	
 ﾠ with	
 ﾠ timers,	
 ﾠ about	
 ﾠ using	
 ﾠ
NSAnimation	
 ﾠobjects,	
 ﾠsee	
 ﾠhttp://developer.apple.com	
 ﾠ	
 ﾠ 	
 ﾠ
	
 ﾠ
	
 ﾠ
described	
 ﾠ by	
 ﾠ each	
 ﾠ view	
 ﾠ containing	
 ﾠ a	
 ﾠ list	
 ﾠ of	
 ﾠ all	
 ﾠ of	
 ﾠ its	
 ﾠ immediate	
 ﾠ subviews.	
 ﾠ
However,	
 ﾠviews	
 ﾠalso	
 ﾠhave	
 ﾠlinks	
 ﾠto	
 ﾠeach	
 ﾠother	
 ﾠto	
 ﾠdescribe	
 ﾠthe	
 ﾠresponder	
 ﾠchain	
 ﾠ
and	
 ﾠthe	
 ﾠkeyboard	
 ﾠfocus	
 ﾠloop.	
 ﾠViews	
 ﾠalso	
 ﾠlink	
 ﾠto	
 ﾠother	
 ﾠobjects	
 ﾠin	
 ﾠthe	
 ﾠapplication	
 ﾠ
for	
 ﾠtarget-ﾭ‐action	
 ﾠmessages,	
 ﾠcontextual	
 ﾠmenus,	
 ﾠand	
 ﾠmuch	
 ﾠmore.	
 ﾠ
	
 ﾠ
	
 ﾠ
FIGURE	
 ﾠ8.7	
 ﾠ-ﾭ‐	
 ﾠPARTIAL	
 ﾠOBJECT	
 ﾠGRAPH	
 ﾠOF	
 ﾠAN	
 ﾠAPPLICATION	
 ﾠ
There	
 ﾠare	
 ﾠsituations	
 ﾠwhere	
 ﾠone	
 ﾠmay	
 ﾠwant	
 ﾠto	
 ﾠconvert	
 ﾠan	
 ﾠobject	
 ﾠgraph,	
 ﾠusually	
 ﾠ
just	
 ﾠa	
 ﾠsection	
 ﾠof	
 ﾠthe	
 ﾠfull	
 ﾠobject	
 ﾠgraph	
 ﾠin	
 ﾠthe	
 ﾠapplication,	
 ﾠinto	
 ﾠa	
 ﾠform	
 ﾠthat	
 ﾠcan	
 ﾠbe	
 ﾠ
saved	
 ﾠ to	
 ﾠ a	
 ﾠ file	
 ﾠ or	
 ﾠ transmitted	
 ﾠ to	
 ﾠ another	
 ﾠ process	
 ﾠ or	
 ﾠ machine	
 ﾠ and	
 ﾠ then	
 ﾠ
reconstructed.	
 ﾠNib	
 ﾠfiles	
 ﾠand	
 ﾠproperty	
 ﾠlists	
 ﾠare	
 ﾠtwo	
 ﾠexamples	
 ﾠin	
 ﾠMac	
 ﾠOS	
 ﾠX	
 ﾠwhere	
 ﾠ
object	
 ﾠ graphs	
 ﾠ are	
 ﾠ saved	
 ﾠ to	
 ﾠ a	
 ﾠ file.	
 ﾠ Nib	
 ﾠ files	
 ﾠ are	
 ﾠ archives	
 ﾠ that	
 ﾠ represent	
 ﾠ the	
 ﾠ
complex	
 ﾠ relationships	
 ﾠ within	
 ﾠ a	
 ﾠ user	
 ﾠ interface,	
 ﾠ such	
 ﾠ as	
 ﾠ a	
 ﾠ window’s	
 ﾠ view	
 ﾠ
hierarchy.	
 ﾠProperty	
 ﾠlists	
 ﾠare	
 ﾠserializations	
 ﾠthat	
 ﾠstore	
 ﾠthe	
 ﾠsimple	
 ﾠhierarchical	
 ﾠ
relationship	
 ﾠof	
 ﾠbasic	
 ﾠvalue	
 ﾠobjects.	
 ﾠ
8.5.2  ARCHIVES	
 ﾠ
Mac	
 ﾠ OS	
 ﾠ X	
 ﾠ archives	
 ﾠ store	
 ﾠ an	
 ﾠ arbitrarily	
 ﾠ complex	
 ﾠ object	
 ﾠ graph.	
 ﾠ The	
 ﾠ archive	
 ﾠ
preserves	
 ﾠthe	
 ﾠidentity	
 ﾠof	
 ﾠevery	
 ﾠobject	
 ﾠin	
 ﾠthe	
 ﾠgraph	
 ﾠand	
 ﾠall	
 ﾠthe	
 ﾠrelationships	
 ﾠit	
 ﾠ
has	
 ﾠwith	
 ﾠall	
 ﾠthe	
 ﾠother	
 ﾠobjects	
 ﾠin	
 ﾠthe	
 ﾠgraph.	
 ﾠWhen	
 ﾠunarchived,	
 ﾠthe	
 ﾠrebuilt	
 ﾠobject	
 ﾠ
graph	
 ﾠshould,	
 ﾠwith	
 ﾠfew	
 ﾠexceptions,	
 ﾠbe	
 ﾠan	
 ﾠexact	
 ﾠcopy	
 ﾠof	
 ﾠthe	
 ﾠoriginal	
 ﾠobject	
 ﾠ
graph.	
 ﾠ	
 ﾠ
Interface	
 ﾠ Builder	
 ﾠ uses	
 ﾠ archives	
 ﾠ (nib	
 ﾠ file)	
 ﾠ to	
 ﾠ store	
 ﾠ the	
 ﾠ objects	
 ﾠ and	
 ﾠ
relationships	
 ﾠthat	
 ﾠmake	
 ﾠup	
 ﾠa	
 ﾠuser	
 ﾠinterface.	
 ﾠA	
 ﾠCocoa	
 ﾠapplication	
 ﾠloads	
 ﾠthe	
 ﾠnib	
 ﾠ
archive	
 ﾠto	
 ﾠreconstruct	
 ﾠa	
 ﾠwindow,	
 ﾠmenu,	
 ﾠor	
 ﾠview	
 ﾠthat	
 ﾠwas	
 ﾠdesigned	
 ﾠin	
 ﾠInterface	
 ﾠ
Builder.	
 ﾠOur	
 ﾠapplication	
 ﾠcan	
 ﾠuse	
 ﾠan	
 ﾠarchive	
 ﾠas	
 ﾠthe	
 ﾠstorage	
 ﾠmedium	
 ﾠof	
 ﾠour	
 ﾠdata	
 ﾠ
model.	
 ﾠInstead	
 ﾠof	
 ﾠdesigning	
 ﾠ(and	
 ﾠmaintaining)	
 ﾠa	
 ﾠspecial	
 ﾠfile	
 ﾠformat	
 ﾠfor	
 ﾠour	
 ﾠdata,	
 ﾠ
we	
 ﾠcan	
 ﾠleverage	
 ﾠCocoa’s	
 ﾠarchiving	
 ﾠinfrastructure	
 ﾠand	
 ﾠstore	
 ﾠthe	
 ﾠobjects	
 ﾠdirectly	
 ﾠ
into	
 ﾠan	
 ﾠarchive.	
 ﾠWith	
 ﾠminimal	
 ﾠeffort,	
 ﾠwe	
 ﾠcan	
 ﾠimplement	
 ﾠSave	
 ﾠand	
 ﾠOpen	
 ﾠin	
 ﾠyour	
 ﾠ
application.	
 ﾠ To	
 ﾠ support	
 ﾠ archiving,	
 ﾠ an	
 ﾠ object	
 ﾠ must	
 ﾠ implement	
 ﾠ the	
 ﾠ NSCoding	
 ﾠ
protocol,	
 ﾠwhich	
 ﾠconsists	
 ﾠof	
 ﾠtwo	
 ﾠmethods.	
 ﾠOne	
 ﾠmethod	
 ﾠencodes	
 ﾠthe	
 ﾠobject’s	
 ﾠ
important	
 ﾠ instance	
 ﾠ variables	
 ﾠ into	
 ﾠ the	
 ﾠ archive	
 ﾠ and	
 ﾠ the	
 ﾠ other	
 ﾠ decodes	
 ﾠ and	
 ﾠ
restores	
 ﾠthe	
 ﾠinstance	
 ﾠvariables	
 ﾠfrom	
 ﾠthe	
 ﾠarchive.	
 ﾠAll	
 ﾠof	
 ﾠthe	
 ﾠFoundation	
 ﾠvalue	
 ﾠ
objects	
 ﾠ(NSString,	
 ﾠNSArray,	
 ﾠNSNumber,	
 ﾠand	
 ﾠso	
 ﾠon)	
 ﾠand	
 ﾠmost	
 ﾠof	
 ﾠthe	
 ﾠApplication	
 ﾠ
Kit	
 ﾠuser	
 ﾠinterface	
 ﾠobjects	
 ﾠimplement	
 ﾠNSCoding	
 ﾠand	
 ﾠcan	
 ﾠbe	
 ﾠput	
 ﾠinto	
 ﾠan	
 ﾠarchive.	
 ﾠ
Each	
 ﾠclass’s	
 ﾠreference	
 ﾠdocument	
 ﾠidentifies	
 ﾠwhether	
 ﾠthey	
 ﾠimplement	
 ﾠNSCoding.	
 ﾠ
8.5.3  SERIALIZATIONS	
 ﾠ
Mac	
 ﾠ OS	
 ﾠ X	
 ﾠ serializations	
 ﾠ store	
 ﾠ a	
 ﾠ simple	
 ﾠ hierarchy	
 ﾠ of	
 ﾠ value	
 ﾠ objects,	
 ﾠ such	
 ﾠ as	
 ﾠ
dictionaries,	
 ﾠarrays,	
 ﾠstrings,	
 ﾠand	
 ﾠbinary	
 ﾠdata.	
 ﾠThe	
 ﾠserialization	
 ﾠonly	
 ﾠpreserves	
 ﾠ
the	
 ﾠ values	
 ﾠ of	
 ﾠ the	
 ﾠ objects	
 ﾠ and	
 ﾠ their	
 ﾠ position	
 ﾠ in	
 ﾠ the	
 ﾠ hierarchy.	
 ﾠ Multiple	
 ﾠ
references	
 ﾠ to	
 ﾠ the	
 ﾠ same	
 ﾠ value	
 ﾠ object	
 ﾠ might	
 ﾠ result	
 ﾠ in	
 ﾠ multiple	
 ﾠ objects	
 ﾠ when	
 ﾠ
deserialized.	
 ﾠThe	
 ﾠmutability	
 ﾠof	
 ﾠthe	
 ﾠobjects	
 ﾠis	
 ﾠnot	
 ﾠmaintained.	
 ﾠ
Property	
 ﾠ lists	
 ﾠ are	
 ﾠ examples	
 ﾠ of	
 ﾠ serializations.	
 ﾠ Application	
 ﾠ attributes	
 ﾠ (the	
 ﾠ
Info.plist	
 ﾠfile)	
 ﾠand	
 ﾠuser	
 ﾠpreferences	
 ﾠare	
 ﾠstored	
 ﾠas	
 ﾠproperty	
 ﾠlists.	
 ﾠ
Arbitrary	
 ﾠobjects	
 ﾠcannot	
 ﾠbe	
 ﾠserialized.	
 ﾠOnly	
 ﾠinstances	
 ﾠof	
 ﾠNSArray,	
 ﾠNSDictionary,	
 ﾠ
NSString,	
 ﾠNSDate,	
 ﾠNSNumber,	
 ﾠand	
 ﾠNSData	
 ﾠ(and	
 ﾠsome	
 ﾠof	
 ﾠtheir	
 ﾠsubclasses)	
 ﾠcan	
 ﾠ
be	
 ﾠserialized.	
 ﾠThe	
 ﾠcontents	
 ﾠof	
 ﾠarray	
 ﾠand	
 ﾠdictionary	
 ﾠobjects	
 ﾠmust	
 ﾠalso	
 ﾠcontain	
 ﾠ
only	
 ﾠobjects	
 ﾠof	
 ﾠthese	
 ﾠfew	
 ﾠclasses.	
 ﾠ	
 ﾠ
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