The multisource Weber problem is to locate simultaneously mn facilities in the Euclidean plane to minimize the total transportation cost for satisfying the demand of n fixed users, each supplied from its closest facility. 
INTRODUCTION
The multisource Weber problem (also known as the location-allocation problem) requires locating a set of facilities and simultaneously allocating to these facilities demands for service from a set of customers in order to optimize some performance criterion. This problem occurs in many practical settings where facilities provide a homogeneous service, such as the location of plants, warehouses, retail outlets, and public facilities. In the continuous version of the location-allocation problem, referred to as the multisource Weber problem, the objective is to generate m new facility sites in 1R2 to serve the demands of n customers or fixed points in such a manner as to minimize the total transportation (or service) cost. The uncapacitated version we consider may be formulated as follows (e.g., see Love et al. 1988 norm. The objective function above gives the total transportation cost, while the constraint set ensures that all customer demands are satisfied. Because there are no capacity constraints on the facilities, an optimal solution will have the demand at each customer served by the facility that is closest to it (ties being broken arbitrarily).
The main difficulty in solving (1) arises from the fact that the objective function is nonconvex (Cooper 1967) and, in general, contains a large number of local minima. Consider for example the well-known 50 customer problem in Eilon et al. (1971) . Using 200 randomly generated starting solutions, the authors obtained 61 local minima for m = 5, where the worst solution deviated from the best by 40.9%. It was later shown ) that the best solution was indeed the global optimum. Thus, because of the complex shape of the objective function, the problem falls in the realm of global optimization. The problem may also be viewed as an enumeration of the Voronoi partitions of and if optimal values are unknown, one might wonder if all heuristics give bad solutions for large instances or not. As will be shown below, this is not the case.
In the context of the multisource Weber problem, large problem sizes refer to the existence of multiple local optima, which make the global optimal solution difficult (if not impossible) to find in a reasonable amount of computing time. Furthermore, the complexity of the problem depends in a nonlinear manner on the parameters n and m. Thus, a problem with as few as 50 customers may be relatively difficult to solve when the number of facilities is augmented to 25. In the location-allocation literature, significantly larger problem sizes than this have been reported for the purpose of testing and comparison of alternative solution methods. Typically, these problems are generated in some random fashion. However, large-scale multisource Weber problems are also reported in practical applications with real data; e.g., consider the transshipment center location problem with (m, n) of the order of (20, 1700) in Bhaskaran (1992) and the districting problem with (m, n) of the order of (170, 1400) in Fleischmann and Paraschis (1988) .
For the initialization of exact algorithms as well as for the approximate solution of very large problem instances that may occur in practice in terms of both parameters n and m, heuristic methods are required. Many such methods have been proposed in the literature, beginning with the well-known iterative location-allocation algorithm of Cooper (1964) . This heuristic uses the property that the location and allocation phases of the problem are very easy to solve in isolation. Thus, given the facility locations, each customer is simply allocated to its nearest one. Alternatively, knowing the allocation of the customers among the facilities, the problem reduces to the solution of m independent single facility minisum problems, which because of the convexity of the objective function for normed distances are readily solved by descent methods such as the Weiszfeld procedure or variants thereof (e.g., see Kuhn 1973 , Rosen and Xue 1991 , Brimberg and Love 1993 , Drezner 1992 , Frenk et al. 1994 , and Brimberg et al. 1996 . Starting with an initial partition of the customer set, the Cooper algorithm alternates between the location and allocation phases until no further improvement can be made. Each iteration produces a lower value of the objective function until the process becomes trapped at a local minimum. A multistart version involves repeating the Cooper algorithm many times from randomly generated initial solutions and retaining the best local minimum from the trials as the final solution. Variants of the Cooper algorithm are discussed in Scott (1970) and Baxter (1981) , while Sullivan and Peters (1980) propose a method to cluster customers into mutually exclusive subsets, in each of which a facility is then located.
Love and Juel (1982) devise a heuristic method with a defined neighbourhood structure. This neighbourhood consists of all the points around a current solution, which are obtained by exchanging a specified number of assignments of customers from their current facilities to new ones. Five variants of the proposed method are investigated. The first three algorithms, denoted as H I to H3, use a single exchange, while the last two, H4 and H5, allow up to two exchanges. Different strategies such as first improvement and best improvement are employed to make descent moves from the current solution to a neighbourhood point. Again, because the search is local, the H heuristics of Love and Juel are guaranteed only to obtain a local minimum. The motivation for the larger neighbourhood of H4 and H5 is to better enable the algorithm to jump out of a "local optimum trap," but obviously, this comes at a large cost in computation time.
A completely different heuristic approach is given by Chen (1983) . Using an approximation by Charalambous and Bandler (1976) , the objective function is transformed by giving an exponent (-N) to all distances between customers and facilities and an exponent (-1/N) to the sum of so modified distances from all facilities of each user. For N sufficiently large, this last quantity approaches the distance between the customer and its closest facility. In this way, the allocation decision variables are eliminated. The resulting problem is then solved by the Broyden-Fletcher-Shanno quasi-Newton method (e.g., Avriel 1976). Good results, but not always the best known, are obtained with N set at 100. Murtagh and Niwattisyawong (1982) propose a heuristic that uses MINOS, a large-scale nonlinear programming package, to solve simultaneously for both the locations and allocations. As the iterations proceed, the algorithm fixes any allocation decision variables (wij) that reach either a value of zero or wi, and then updates only the free variables. The update uses a quasi-Newton approximation of the Hessian matrix within the space of the free variables, and at nondifferentiable points, a subgradient suggested by Kuhn (1973 Murtagh and Niwattisyawong (1982) , the new method solves simultaneously for location and allocation decision variables. Simple projection formulas on subspaces of the domain are derived (instead of solving the system of equations in general) and used to find descent directions. The algorithm is guaranteed to converge to a local minimum. The authors test a multistart version of their algorithm, where the initial solutions may be generated randomly or by partitioning customers in successive sets along a traveling salesman tour. The solutions are compared with multistart versions of Cooper's algorithm, Murtagh and Niwattisyawong (1982) , and Chen (1983) . The projection method generally outperforms the other heuristics, but in several of the reported test problems Cooper's algorithm comes in a close second. Thus, for the purposes of our current study, both of these methods will be considered as the state of the art.
Other heuristics have appeared after the projection method by Bongartz et al. (1994 There is a clear need for a comparative study of the heuristics that have appeared after the projection method of Bongartz et al. (1994) . At the moment, there are several disconnected pieces, but no unified framework defining the current state of the art. Thus we begin the next section with a review of the recent heuristics. In addition, we present a new genetic algorithm and new facility relocation heuristics that we have developed. The defined relocation neighbourhood structures are used to conduct a simple local search-or alternatively, Tabu and variable neighbourhood searchesproducing several new methods. The subsequent section reports on an extensive empirical study comparing old, recent, and new heuristics. The last section summarizes our conclusions and suggests future directions of research.
In overview, the main objectives of our study are: 1. To update the state of the art by reviewing under one roof the several "recent" heuristics appearing after the projection method (Bongartz et al. 1994 ).
2. To add to this list "new" heuristics, and hybrid versions thereof, that we are currently studying.
3. To conduct an extensive empirical study comparing the new and recent heuristics together and with the old establishment (Bongartz et al. 1994 and Cooper 1963 , 1964 , 1967 . Standard test problems will be used, but we will also consider much larger problem instances than previously reported in the literature. This will permit us to evaluate trends in performances of the various heuristics as problem size increases.
RECENT HEURISTICS
In this section we review several heuristic approaches to solve the multisource Weber problem, which have been recently developed by us.
Tabu Search (TS)
This method (Brimberg and Mladenovic 1996a) is an adaptation of the H3 heuristic of Love and Juel ( 1982) within the Tabu search framework (Glover 1989 (Glover , 1990 Hansen and Jaumard 1990 ). A neighbourhood is constructed around a given (current) solution by considering all points obtained by a single exchange of a customer allocation from its current facility to another one. However, unlike the H3 heuristic, the tabu search algorithm will allow ascent moves from a local minimum. The parameters required by the basic method are ntabu and nbmax for the length of the tabu list and the number of moves allowed without an improvement in the objective function, respectively. It is understood below that the facilities are always optimally located with respect to the specified allocations of customers by solving up to m independent single facility minisum problems.
Step I {initialization}. Obtain an initial solution by randomly partitioning the customer set { 1,... , n } into m mutually exclusive subsets Aj, and allocating Aj to facility, Vj =1,.. , m (located by using, e.g., the Weiszfeld procedure). Denote this solution by Xc, and let Z, equal the value of the objective function at Xc. Set k = 0, (Xbest, Zbest) = (X, Zr), and the tabu list = 0.
Step 2 {neighbourhood search}. Consider all points Xi, = 1, .. ., n(m -1), in the one-exchange neighbourhood of Xc, except those that are not permitted by the tabu list. Retain the best solution (X*, Z*) from among the neighbourhood points. If Z* < Zbev, set (XbestZbest) = (X* ,Z*).
Step 3 Step 2. Solve m independent continuous single facility minisum problems (e.g., using the Weiszfeld procedure), where facility j serves exclusively subset A useful feature of the PM heuristic is that no parameters need to be specified by the analyst.
Variable Neighbourhood Search (VNS)
The variable Step 1 {initialization}. Specify an initial solution, and run Cooper's algorithm to obtain a local optimum (Xc). Set k =1.
Step 2 {neighbourhood search}. The parameters to be specified in VNS are b and kniax. In the heuristic by Mladenovic and Brimberg (1995), the neighbourhood size is fixed at a specified parameter value (k). Random points are chosen in the neighbourhood, and the local descent from each of these points is carried out using Cooper's algorithm as above. This procedure referred to as fixed neighbourhood search, as well as VNS, may be easily modified to allow ascent moves.
NEW HEURISTICS
In this section we describe a new genetic algorithm and a framework for new facility relocation heuristics.
Genetic Algorithm (GA)
Unlike random search methods that do not use any previous information, the genetic algorithm attempts to construct improved solutions from predecessors in an evolutionary type process (Holland 1975) . In this respect the genetic algorithm may be thought of as a more intelligent stochastic search technique. A genetic algorithm has already been developed for the multisource Weber problem by Houck et al. ( 1996) . We give below the general framework of the algorithm followed by details of our implementation.
Step 1. Generate N different initial solutions (the population of solutions).
Step 2. Sort the population in nonincreasing order of solution quality measured by the value of the objective function.
Step 3 and (dI >dmin), set x3j= x1j; else set X3j= XIj or x2j with equal probability. The mutation operator in Step 3(c) is simply a local improvement on the new solution s3 using the Cooper algorithm to obtain a local minimum. If the population size exceeds a specified limit Qniax, the culling operator removes the worst solution in Step 3(e). The process will continue producing new generations of solutions indefinitely if it is not stopped. The stopping criterion is typically a limit on the number of iterations or on the execution time or the convergence of the algorithm is detected (i.e., all solutions of the population are the same). Thus, in summary, we need to specify the parameters N, Qnmax, d,,11, and a stopping criterion to implement the procedure.
Relocation Heuristics
Until now, local searches have been conducted in a neighbourhood of the current solution defined by a fixed number of customer-to-facility reallocations. We propose here a new local search procedure that constructs its neighbourhood as the set of points obtained by a given number of facility relocations. The simplest construction considers the relocation of a single facility to any unoccupied customer location (i.e., a customer that does not have a facility coincident with it). This one-exchange neighbourhood has been used before in network location problems; e.g., see Teitz and Bart (1968) for the p-Median problem. Because there are m candidates to choose from, and as many as n customer sites at which to reposition them, there are O(mn) points in the resulting neighbourhood.
Local searches that visit all the points in the neighbourhood will be referred to as interchange (CH) heuristics. Various strategies may be employed in this context to trade off the accuracy or depth of the search at a neighbourhood point with speed. For example, the facilities may always be optimally located in continuous space (for the specified allocations), or forced to remain only at customer sites. In the latter case, the heuristic is solving the related discrete m-Median problem. The algorithm would adjust the facility locations in continuous space at well-defined times. The net effect would be to allow more iterations (with less precision) in the same amount of CPU time.
Instead of visiting all points in the interchange neighbourhood, an alternative strategy referred to as drop and add (DA) could be used. This procedure has been applied with success in other settings such as the Traveling Salesman Problem (see for example Gendreau et al. 1992 ) and the p-Median problem (e.g., Rolland et al. 1996) ; however, to the best of our knowledge, this is the first application in continuous location-allocation problems. The DA method decides, using some criterion, which is the best facility to drop, and only then, by another criterion, where is the best site to reinsert it. It follows that O(m + n) points are investigated in place of O(mn) of the interchange procedure. However, visiting O(mn) solutions in an interchange neighbourhood may not be more time consuming than visiting O(m + n) solutions in a DA neighbourhood because of the following facts: (1) A good drop strategy may be time consuming (if, for example, a local minimum is obtained each time for the remaining m -1 facilities) and likewise for the add move; (2) As shown by Whitaker (1983) , the points in an interchange neighbourhood may be updated efficiently in a p-Median problem. We found that these results could also be applied to the continuous relocation neighbourhood we constructed.
A basic form of the DA heuristic follows.
Step 1 {initialization}. Find an initial solution Xc, and let Z, be the corresponding value of the objective function.
Step 2 {drop}. Delete a facility at site (Xidell X jdel2) using some criterion. (All other facilities remain in their current locations.)
Step 3 {add}. Reinsert the facility at an unoccupied customer location (aineU,I, ainet2) according to some other criterion.
Step 4 {local improvement}. Use Cooper's algorithm and the modified set of facility locations to find a local minimum (X*, Z*). If Z* < Z, save the new currently best solution, (Xc, Zc) = (X*, Z*), and return to Step 2; otherwise STOP.
The key features in the DA heuristic are seen to be the criteria used in Steps 2 and 3. Several deletion and insertion rules were investigated, but for brevity we will report only on the more successful ones. The three best criteria for dropping a facility were found to be:
Drop least useful (DL U).
Here each facility j is deleted in turn, and a local minimum Wj is obtained by Cooper's algorithm for the remaining (m -1) facilities. The facility to be dropped corresponds to the minimum-valued Wj, i.e., Wjdel = mint Wj, j = I,-*, ml.
2. Drop by second closest criterion (DSC). Find the second closest facility to each customer. Now temporarily remove a facility j. Let rj be its contribution in the current objective function, and let sj equal the weighted sum of distances between customers temporarily without a facility and their second closest facility. Repeat the preceding step for j = 1, ... , m. Then facility idel corresponds to the minimum difference, Si -ri.
3. Drop by minimum potential criterion (DMP). Define the potential of each facility j as the product rjdj, where rj is its contribution to the objective function and dj the distance to its closest facility. If facility j coincides with a customer i, then set rj = rj + wi. Drop the facility Idel with the minimum potential.
The first drop procedure is intuitively the most appealing because it identifies a facility whose removal will cause the least increase in the objective function. However, Cooper's algorithm must be called m times in each iteration, and hence this procedure becomes time consuming for larger problem instances. The second and third drop procedures, on the other hand, are much faster because a local improvement of the solution for the remaining (m -1) facilities is not carried out.
Analogous versions of the drop step may be constructed for the add step. We mention only two of these:
1. Add most useful (AMU). Insert the deleted facility at an unoccupied customer location. Find a local minimum using Cooper's algorithm and the new set of facility sites. Repeat for each unoccupied customer location and retain the best solution.
2. Add by second closest criterion (ASC). Insert the deleted facility at an unoccupied customer location i. Reallocate those customers who are now closer to the newly inserted facility than to their current facility (which becomes the second closest). Calculate the decrease in the objective function (si -ri) attributed to the given insertion point. Repeat for each unoccupied customer location, and retain the insertion point which maximizes (si -ri).
The interchange and drop/add neighbourhoods may be enlarged by increasing the number of facility relocations from the current solution. In addition, we may allow ascent moves in the defined neighbourhood. This gives rise to a host of new heuristics based on tabu search and variable neighbourhood search. These algorithms apply the same steps as before, except that the reallocation neighbourhoods are now replaced by the newly defined relocation neighbourhoods.
COMPUTATIONAL RESULTS
An extensive empirical study was carried out to compare the various heuristics-old, recent, and new in a unified setting. We considered the following four problem The different methods were compared on the basis of equivalent cpu times. Each problem instance was solved initially by 100 runs of Cooper's alternating algorithm from randomly generated starting points. (The multistart version of Cooper's algorithm will be referred to as MALT from this point on.) The resulting cpu time was then used as a stopping criterion for the other heuristics. That is, the algorithm would be terminated at the completion of a local search if the total elapsed cpu time exceeded the stopping criterion; otherwise the iterations were allowed to continue. In cases where the stopping criterion could not be applied, such as the p-Median algorithm, actual cPu times to complete the first solution are reported.
All methods were programmed in FORTRAN 77 except GA, which used C++. The codes were compiled using an optimizing option (g++-03 for C++, and f77-cg92-04 for FORTRAN) and run on a suN SPARC station 10.
Old and Recent Heuristics
Results for the "old" and "recent" heuristics are reported in Tables 2 to 5 . Where applicable, two sets of values are given: the average and the best value of the objective function found from 10 separate runs of the algorithm. These results are expressed as a percent deviation from the best known solutions (listed in Table 1 ). It should be noted that the best known solutions listed for the 50-and 287-customer Table 3, and travelling salesman solutions for Tables 2, 4 . 1994) . As a result, procedures that use random restarts lose their effectiveness. Also note that PROJ takes up to 80% longer than MALT to find a local minimum. Nonetheless, PROJ gives the best performance overall in Table 5 for the 1060-customer problem. This may be because of the use of travelling salesman solutions in PROJ to generate starting points. OBSERVATION Table 2 ). This is attributed to the neighbourhood structure in TS, which results in a very slow local descent or ascent. Thus, relatively few iterations are completed within the imposed time limit. For this reason, we report TS-1 only in Table 2 . For small problem sizes, TS-1 is seen to be competitive with the other methods within the imposed time limit. OBSERVATION Tables 2 to 5 uses in all cases parameter values of b= 1 (number of points randomly selected in a given neighbourhood), and kmaX = n (maximum number of customer reallocations or largest neighbourhood). No attempt was made to find the best parameter values for individual problems, but rather, a "parameterless" version was implemented to see how the algorithm in its simplest form could perform over all problem sizes. Referring to the average error summary in the tables, we observe that VNS-1 significantly outperformed MALT within the same cpu time. For the 50-customer problem, the best solution obtained by VNS-1 was optimal in almost all cases! However, the results were not uniform for the other problem sets. It is also interesting to note that the fixed neighbourhood search (FNS) with number of reallocations k = n/2, obtained substantially better results than VNS-1 for the problem sets in Tables 4 and 5 Table 5 .)
The Tabu search method (TS-1) performs poorly in comparison to MALT for large problem sizes (see

The variable neighbourhood search (VSN-1) reported in
New Descent Relocation Heuristics
We begin with a discussion of results for the drop/add (DA) algorithm. As noted in the description of this method in ?3, several criteria may be selected to determine which facility to remove and where to insert it back. This provides a large number of possible drop/add strategies. We will report on only a few of the more promising combinations. Table 6 provides results on four DA strategies for the 287-customer problem. The Av. column gives the average result from 10 random restarts, while the next column lists the best result. Computation times are totals for the 10 descents. Referring to the best solutions, we first observe that the drop least useful, add most useful strategy (DLU, AMU) worked very well. The percent deviation from optimal is low irrespective of m, and regularly, the optimal solution itself is obtained. Note, however, that the computational times are much higher than for the other DA heuristics. This is attributed to the excessive number of Cooper iterations carried out between adjacent moves in the solution space.
A compromise between quality and cpu time is obtained with (DLU, ASC) because the second-closest criterion is fast to implement. (Also AMU takes much longer than DLU, especially when m is small.) The fastest procedures are given by (DMP, ASC) and (DSC, ASC) because optimal relocation of facilities is not carried out during the drop and add phases. The listed computation times for (DMP, ASC) and (DSC, ASC) are substantially less than those for MALT. Yet, a comparison shows for example that (DMP, ASC) performs significantly better than MALT and the "parameterless" VNS-1. Table 7 Table 6 .
The first two heuristics in Table 7 are the "fast" versions of drop/add reported in Table 6 . The next heuristic (referred to as CH for interchange) considers all possible location interchanges of a single facility from its current position to an unoccupied fixed point. One iteration of Cooper's algorithm (allocate-locate) is run only at the best neighbourhood point to save computation time. The fourth heuristic PM-2 is a discrete version, where the facilities remain at fixed points during the interchange process. When no further improvement can be made (the current solution is a local minimum in its neighbourhood), one iteration of Cooper's algorithm is performed as in CH.
Comparing the four relocation heuristics in Table 7 , we see that no one method dominates the others. DA-2 obtains better results than DA-1 in three of the four problem sets, but not in the 287-customer set. Interestingly, the same pattern occurs between PM-2 and CH. As a group, CH and PM-2 obtain better solutions than the DA heuristics in all problem sets. However, DA-2 obtains the best average deviation in the 1060-customer set and outperforms CH here and in the 654-customer set. More importantly, we observe that these new local search heuristics are very efficient compared with the earlier methods reported in Tables 2 to 5 . With the exception of VNS-1 in Table 2 (50-customer Tables 8 and 9 , but the reverse is true in Tables 10 and 11 . Based on these limited data, we might infer that the interchange neighbourhood (CH) is better suited for smaller problems, while the drop/add (DA-2) should be used for larger instances. This may be because of the longer cpu time required to make a move in the interchange neighbourhood, which results in fewer iterations. Also note that the best TS heuristic outperforms GA in each table.
OBSERVATION 3. A similar relation is observed between VNS-2 and VNS-3. Once again, the drop/add neighbourhood appears to be a better choice for larger problems. We might infer that the DA strategy in VNS-2, although more time consuming, has more success finding descent directions in large problems as compared with the random selection of neighbourhood points in VNS-3. Hence, VNS-2 would be able to make more descent moves in the allotted cpu time. 
CONCLUSIONS
An extensive empirical study is presented of heuristic methods for solving the multisource Weber problem. Included are several new methods that have not been reported previously. An important aspect of the current work is that it considers much larger problem sizes than previously investigated in the literature. Thus, we are able to show that the state of the art heuristics tend to deteriorate in performance with increasing problem size, sometimes in a disastrous fashion.
The new heuristics presented here obtained excellent results, which are far superior to the solutions found by the existing methods. Deviations from the best known solutions of less than 0.1% are consistently reported by the new methods over all problem sets. The fact is made more remarkable in view of the restricted cPu time. Thus, we may claim that the state of the art is advanced.
Some general conclusions are inferred from the results of this study.
1. Relocation-based methods (drop/add or interchange) are more efficient than their counterpart reallocation-based methods. That is, better solutions are obtained in general in the same cpu time, when local or variable neighbourhood searches are conducted with a relocation neighbourhood structure. One reason may be the fact that the neighbourhood points in the relocation structure correspond to Voronoi partitions of the customer set, but not so for reallocations.
2. The variable neighbourhood concept can be effectively used to obtain superior solutions. We may view the variable neighbourhood search (VNS) as a "shaking" process, where movement to a successive neighbourhood corresponds to a harder shake. Unlike random restart, which moves from the current solution to any point (uncontrolled shaking) typically far away, VNS allows a controlled increase in the level of the shake. 3. Comparison of the new heuristics suggests that no one method is best in all cases. Issues to consider in the design of an algorithm include the type of neighbourhood (e.g., drop/add or interchange, discrete or continuous facility locations), the amount of shaking to permit, when to conduct local searches at neighbourhood points and by what method, and whether or not to permit ascent moves. The variation of strategies is limitless in terms of shaking and local search, and parameter settings. Future studies may establish general guidelines for choosing the 'best' algorithm as a function of problem size (m and n).
