Measurement is an essential component of software engineering the aim of this paper to identify and analyze complexity of object oriented programming. In this we have applied Cohesion and Coupling metrics on programs of inheritance and interface and evaluate the metrics values. The cohesion and Coupling metrics presented identifies complexity between inheritance and interface programming. In this paper we want to show which concept is good to use and beneficial for software developer. This paper focuseson an empirical evaluation of object oriented metrics in C#. The resulting valueshave been analyzed to provide significant insight about theobject oriented characteristics of reusability programs.
INTRODUCTION
Effective reuse of software products is reportedly increasing productivity, saving time, and reducing cost of software development. Historically, software reuse focused on repackaging and reapplying of code modules, data structures or entire applications in the new software projects.
"Software quality is the degree to which software possesses a desired combination of attributes such as maintainability, testability, reusability, complexity, reliability, interoperabilityetc." -IEEE 1992.
Today everyone is interested to increase the productivity, and reducing the cost of developing products, and better quality of software providing. To improve software products and process, Measurements are essential. Software measurement plays an important role in finding the software quality, performance, maintenance and reliability of software products [9] [10]. The concept of measurement requires appropriate measurement tools to measure, to collect, to verify and validate relevant metric data. Nowadays, many metric tools are available for software measurement [11] [12].The main objective of this Paper work is to measure, analyze and propagate the difference between using object oriented class inheritance and interfaces in C# source code using Cohesion and coupling measures by metrics.
Related Work
Inheritance and interface are important concept in object oriented programming. Software engineering has been using interfaces for more than 25 years. Various metrics are existing to measure class, method, inheritance, polymorphism and system level [10] . There is no significant effort on the code of human computer interfaces. In literature, relatively little information has been published on interface metrics. Those metrics provide only little information about the quality and usability of the interfaces .sue of interface leads to the high cohesion as well as lowcoupling and make the code more reusable. Inheritance and interface concept measured by using coupling metrics on design based and have proved interface is more effective in use then inheritance to increase reusability of a code in object oriented programming [1] [2] . In this paper, measurement of inheritance and interface is calculated using coupling metrics as well as Cohesion metrics using an example and prove the usage of interface increased the reusability
CLASS INERITANCE AND INTERFACE
Inheritance is one of the essential concepts of Object Orientated programming, in which a class "gains" all of the attributes and operations of the class it inherits from, and can override/modify some of them, as well as add more attributes and operations of its own. In Object Oriented Programming, inheritance is a way to compartmentalize and reuse code by creating collections of attributes and behaviors called objects that can be based on previously created objects. In classical inheritance where objects are defined by classes, classes can inherit other classes. The new classes, known as subclasses (or derived classes), inherit attributes and behavior (i.e. previously coded algorithms) of the pre-existing classes, which are referred to as super classes, ancestor classes or base classes. The inheritance, relationships of classes gives rise to a hierarchy. In prototype-based programming, objects can be defined directly from other objects without the need to define any classes, in which case this feature is called differential inheritance. The inheritance concept was invented in 1967 for Simula [3] .
Interfaces allow only method definitions and constant attributes. Methods defined in the interfaces cannot have implementations in the interface. Classes can .implement. The interface by providing bodies for the methods defined in the interface. An interface is a contract between a client class and a server class [3] . It helps to decouple the client from the server. Any intended change on the methods defined in the interface will impact both the client and server classes. Possible changes are as follows: 1) changing the name of a method, 2) changing the signature of a method, and 3) changing the return type of a method. There are two other possible changes that worth noting. If a new method is added to an interface, this will also impact the server and client classes that currently use or implement the interface. On the other hand if the implementation detail of a method inside a server class is changed, this change only affects the client class and not the interface. This specific case is more a code issue than a design issue and therefore it is not a concern in this evaluation. Interfaces have another very important role in the C# programming language. Interfaces are not part of the class hierarchy, although they work in combination with classes.The C# programming language does not permit multiple inheritance (inheritance is discussed later in this lesson), but interfaces provide an alternative. In C#, a class can inherit from only one class but it can implement more than one interface.Therefore, objects can have multiple types: the type of their own class and the types of all the interfaces that they implement.
OBJECT ORIENDED METRICS SET
Several authors have introduced different approaches and proposed measures to coupling in object-oriented systems we are using following metrics in our research work. 
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Coupling
The number of Association per class metric is defined as the total number of associations a class has with other classes or with itself. This metric is used to measure complexity and coupling [4] [5] . When the number of associations are less the coupling between objects arereduced. This metric was introduced by Brian. 
The Number of Dependencies Out metric is defined asthe number of classes on which a given class depends.When the metric value is less the class can functionindependently. This metric was introduced by Brian.
[Brian96]
Number of children metric was introduced by CK [4] . NOC defines number of immediate sub-classes subordinated to a class in the class hierarchy. This metric measures how many sub-classes are going to inherit the methods of the parent class. NOC relates to the notion of scope of properties. If NOC grows it means reuse increases. On the other hand, as NOC increases, the amount of testing will also increase because more children in a class indicate more responsibility. So, NOC represents the effort required to test the class and reuse. [5] [Chidamber 94]
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Depth of Inheritance (DIT)
Coupling
Depth of a class with in the inheritance hierarchy is the maximum number of steps from the class node to the root of the tree or the length of the longest path from the class to the root of the hierarchy. This is measured by the number of ancestor classes [4] [Chidamber 94] Figure 2 : Vehicle classification using Interface adopted from [8] 
Result of Coupling Measurement
Six Coupling metrics discussed above are applied for above inheritance and interface programs. The results are show in Figure 3 . For the above said two programs the coupling metrics are measured and compared in Figure 5 . By comparing thefigure5 values for both the programs the interface values are reduced for almost all metrics.
Result of Cohesion Measurement
Similar process will repeat for cohesion measures, Two Cohesion metrics discussed above are applied for above both inheritance and interface programs. The results are show in Figure 6 and 7. 
RESULT ANALYSIS FOR COHESIONMEASURMENT
We applied six metrics on source codes of inheritance and interface and calculated the data values of CBO, NASSocC, NDepIN, NDepOUT, NOC, and DIT using coupling metrics show above in figure -5 Calculated data shown in Table -1 
Graph-1The comparison between inheritance and interface based on calculated data of coupling metrics
Here from the result of table-1 and graph-1, Value of All six metrics of interface is less than inheritance so we conclude that coupling will reduce in interface so interface is more reusable as compare than inheritance.
RESULTANALYSIS FOR COHESION MEASURMENT
We applied source codes of inheritance and interface and calculated the data values of TCC and LCC using cohesion metrics show above in figure 7Calculated data shown in Table -2 
Graph-1 the comparison between inheritance and interface based on calculated data of TCC and LCC
Here from the result of table-2 and graph-1, we can see the percentage of cohesion is more in interface than in inheritance. The value of LCC& TCC does not vary in interface we conclude that cohesion will increase in interface so interface is more reusable as compare to inheritance.
CONCLUSION
The purpose of this paper is how to reduce coupling and increase cohesion in object oriented programming. It issupportive for the developers to check which concept is best between inheritance and interface. When CBO is reduced then complexity also reduced and reusability will be increased and TCC and LCC is increase then reusability will increased. We have proposed an approach to measure the reusability of object oriented program based upon Cohesion and Coupling metrics. Since reusability is a characteristic of software quality, we can calculate software quality by measuring software reusability. Hence, this approach is important to measure difference between class inheritance and interface.
