Multi-Agent Systems (MASs) 
Introduction
With the rapidly increasing popularity of the Internet in recent years, there is an increasing demand for methodologies and technologies, especially for Multi-Agent Systems (MASs). MASs are concerned with the development and analysis of sophisticated Artificial Intelligence (AI) problem-solving and control architectures for both single and multiple agent systems [1, 2] . An agent is a software program that communicates with other software programs, interacting and responding to behaviour, acting and linking with available resources on demand. Each agent has size, capability and speed; all these are attributes of each agent. For example, an agent could be an articulated vehicle in a supply chain network that has certain limitations and restrictions [3, 4] .
This paper examines how to use MASs in a search system. MASs have stimulated much interest in research because of the advantages found within such systems, for example they are able to deal with problems that are too large for a single-agent system, and are faster and more reliable. Additionally, they are able to cope with uncertain knowledge and data. Key areas of the research into the ability of MASs to solve problems focus on communication, coordination and negotiation. Examining how multi-agents function in a virtual system, the interactions between them and how they formulate decisions, forms part of the basis of the research into Artificial Intelligent systems. A virtual system can expose how the behaviour of components affects the system as a whole.
The aim of this paper is to create SAS which helps the user to perform a search for a book title quickly; the information about the books will be stored on two different databases. The user can search for the book by name, author or ISBN number, and the system will present all options as well as identify the cheapest price for the user. The system uses a MAS configuration that works together with a special platform, the JADE program.
In order to model and demonstrate the software, the Finite State Machine (FSM) is used.
It will demonstrate how the software will run with multiagents to search for the requested book and give the cheapest price. The user can start the search by selecting either the book name, ISBN, author or price and can also choose the preferred host from which the An Efficient Search Agent Software for Multi-Agent Systems Using Finite State Machine Technology Yazed Al-Sawi, Ajlan Al-Ajlan, Khalid Al-Drewiesh and Abdullah Bajahzer agent begins the search. Also, the model will be created using the JFLAP software.
After the modelling comes the analysis using UML, which analyses the requirements (both functional and non-functional) using a class diagram; class and sequence diagrams will demonstrate the best software design that could be used to create and develop the software system. Finally, we will present the design of the software application using JADE and JAVA, which will create the type of the Agent Handler, Agent Interface and Book Agent System, which in turn will search according to the users' search criteria. The system will have two databases. However, the design will be expandable, allowing more databases to be added.
This paper sets out to develop and create SAS that can retrieve requested information from two databases; the user will be able to search for a book by inputting variables (e.g. title, author, ISBN) but more significantly for this project the user will be able to search for price. SAS will identify the books requested, where they can be found, and will show the cheapest available. SAS will work from the Application software and will link to the two databases; the design will allow more databases to be incorporated in the future. Each of the two databases has the same names of the titles however each database may contain a different price. The agent will get the required information quickly, helping the user to find the cheapest and possibly nearest. The agent will connect to the database using the Agent Interface; there are two agents in the system, known as MASs. These agents collect the required data and send it to the Agent Handler.
This paper is structured as follows: Section 2 provides related studies for this study such as AI, DAI, MASs and Criticisms of Intelligent Agents. FSM is described in Section 3. In Section 4, we present requirements and analysis for SAS. The specification and design for SAS that will be examined as an example of how to implement DAI and MASs with the use of JADE is described in Section 5. Testing & evaluation are described in Section 6. At the end of this paper, we conclude our work and we also mention future work.
Related Studies

Artificial Intelligence
AI is a part of computer science and provides machines with the ability to find the best solution for complex problems in a more human-like fashion. It is designed to imitate the thinking of the mind and the ability of humans to understand and solve complex problems successfully. The intelligence of mankind is distinct from that of all other creatures on Earth in that humans have the ability to understand previous experiences and can work to avoid obstacles in the future. AI may take various forms depending on the underlying purpose [1, 2] . In other words, AI is concerned with programming computers to achieve tasks, which are at present done better by humans because they include much higher mental processes such as memory association, cognitive learning, and critical reasoning. Therefore, writing a program to perform a complex arithmetical calculation would not be seen as an AI action, whereas, writing a program to test a theory would [5] .
The term AI first appeared at the 1956 Dartmouth conference; this was at a time before electronics. Philosophers and mathematicians such as George Boole (1815-1864), who is recognized as one of the founding fathers of computing, established the principles that formed the basis for AI. In 1943 the notion of AI came with the invention of the computer [1] .
There are different definitions of AI given by scientists, derived from the differing emphases and viewpoints among them. There are some who are of the opinion that AI is part of engineering, which aims to create and build AI. However, amongst researchers there is a philosophical problem or debate about what actually constitutes knowledge and awareness [6] .Human beings have the ability to learn from previous experiences, understand those experiences and, in future situations, act to avoid problems.
AI can come in different forms; this depends on the intended purpose of its use [7, 8] . At present AI is about programming computers to carry out tasks that can be done currently better by humans, because these tasks require mental processes that only humans have the ability to do, such as cognitive learning, memory association and reason. It would not be considered AI if we required a computer to carry out purely mathematical calculations because no cognitive process or reasoning is involved. However if we wrote a program to test a theory it would be considered AI [1, 7] .
According to John Durkin there are two goals of AI. The first goal is understand human intelligence in order to create and build intelligent computer systems. The second goal is as important as the first which is the practical aspect of making computers more useful to human beings. This can be achieved by producing computer programs that help humans to make decisions or ones that give suggestions. The system should use intelligent interpretation of what the user requires, and then in turn the information is retrieved using communication between the different interfaces The term 'blackboard' originated from the use of the 'automatic word comprehension' application. The idea was that problems could be solved by using the opportunistic activation of specialists, or KSs (knowledge sources), without having to define a control structure as a priority. Knowledge sources put down, modify and withdraw objects found in a common area known as the blackboard; this then changes the structure of the modelling of the application domain as the space used for solutions and hypotheses [3, 9] .
The function of a control device is to manage any conflicts of access that arise between the agents and organizes the way that they function. DAI work (related to the coordination and cooperation of action and to the behaviour between AI and architecture) has freed itself from architectural limitations. It must be noted, however, that such limitations do not affect the influence of these systems in further research within this field [3] .
The second type of control was developed by Lenat and Hewitt. In the 1970s, D. Lenat, the author of the AM and Eurisko systems and the originator of the CYC project, developed a system named PUP6. PUP6 included a number of ideas, most of which were eventually developed further by subsequent systems. PUP6 implemented the idea of problem solving by a group of specialists, referred to as 'beings', who worked on the synthesis of a particular specialist able to handle a task on its own.
The user responds to questions via a specialist; the answers to the questions cannot be calculated by the assembly. It must be noted that the specialists are not the knowledge sources because they are continuously changed during use. The specialists are made from an assembly of attribute/value pairings, like those used in 'frames'. These specialists can obtain information from the other specialists without the need to know them.
When Hewitt focused on actors he was thinking of distributed systems; he considered control structures as being patterns of messages going to and from active entities known as actors rather than seeing the reasoning process as simply a sequence of choices. Therefore he viewed the problem-solving process as being the activity of experts, and he saw the reasoning process as being simply a confrontation of viewpoints or dialectics. His ideas gave rise to a wide range of languages used by the actors, these languages being characterized by the method of communication via continuation passing style and buffered asynchronous messages. For the purpose of creating MASs these languages are still used as effective bases; however the influence of his work reaches far beyond the field of DAI [3, 9] .
The Definition of Distributed Artificial Intelligence
DAI is an area of AI, which for more than a decade, has investigated knowledge models, together with reasoning and communication techniques, where agents may take part in "societies" consisting of people and computers. DAI is sometimes considered to be the methodology of how a number of systems interact with each other to solve a problem, examples of which are computers, robots, sensors, aircrafts and intelligent vehicles. Research into DAI has benefited from advances in many fields, for example social and organizational sciences, natural language processing, distributed computing, cognitive sciences and philosophy. Despite such diversity there are several basic techniques and ideas that are fundamental to DAI, which are here presented along with an overview of the main research and some applications of DAI [9] .
Distributed Problem Solving
When considering how to solve a problem, the problem can be divided into a number of modules (or "nodes") that cooperate in sharing and dividing information about the problem and its possible solutions. In a DPS system, all interactions, for example coordination and cooperation strategies, are integrated into the system [3, 9] .
DPS is concerned with all of the situations where software agents achieve tasks that are useful to people. In contrast are those applications used in collective robotics, here the agents are simply computing agents and do not have a proper physical structure.
Distributed Techniques for Problem Solving
Agents can be used in a simpler way, for basic problem solving, meaning that they can attempt to offer a solution to a well-formulated problem where all the data is available for allocating the tasks to machine 
Multi-Agent Systems
Definition of Multi-Agent Systems
There are many definitions of MASs. According to Durfee & Lesser, 1989 , it "is defined as a loosely coupled network of problem solvers that work together to solve problems that are beyond the individual capabilities or knowledge of each problem solver" [10] .
Various definitions from different disciplines have been proposed for the term MASs but more recently, the term MASs has been given a more general meaning, and it is now used for all types of systems composed of multiple autonomous components showing the following characteristics [10, 11] :
1. The agent has incomplete capabilities to solve a problem, 2. There is no global system control, and 3. Data is decentralised.
An agent is a software program that communicates with other software programs, interacting and responding to behaviour, acting and linking with available resources on demand. Each agent has size, capability and speed; all these are attributes of each agent [4] . For example, an agent could be an articulated vehicle in a supply chain network that has certain limitations and restrictions.
Concept of Multi-Agent Systems
The environment of each agent has to be considered in MASs in order to coordinate the activities between a numbers of agents. An example of this could be robots. The agents (A) are the robots, the geometrical space (E) is where the robots move, and O is obviously made up of agents, but also of physical objects placed here and there which the robots have to avoid, pick up or manipulate. The operations, Op, are the actions that the robots can take in moving themselves, moving the other objects or communicating, and R is the assembly of relations that link certain agents to others [3] .
When agents (or software agents) are communicating or are best situated, the definition of MASs can be adapted. Specific function agents are the opposite of software agents as far as their representation capacities are concerned (they are practically non-existent), and in them (specific function agents or software agents?) (not sure about this but 'that' does make sense) communications are not generally affected directly but more indirectly, through perceptions and through their actions in the environment [3, 11, 4] .
A purely communicating agent (or software agent) is defined as a computing entity which:
Operates in an open computing system that consists of an assembly of applications and networks. 2. Communicates with other agents, although it is motivated by its own objectives. 3. Has resources of its own, and only a limited representation of other agents. 4. Has skills or services that can be offered to other agents, 5. Has a tendency towards attaining its own objectives, considering the skills and resources available, and has a dependency on its representations and on the information it receives.
Advantages of Multi-Agent Systems
MASs have the following advantages over a single agent or centralized approach [3, 10, 12 ]:
1. Computational resources and capabilities are shared across a system consisting of interconnected agents. However with a centralized system there are the problems associated with performance bottlenecks, resource limitations and critical failures. MASs are decentralized and are not affected by the "single point of failure" problem which is found with centralized systems. 2. MASs will allow the interconnection and interoperation of existing legacy systems. This is done by building an 'agent wrapper' around each agent so they can be integrated into agent societies. 3. MASs provide solutions where information is temporally and spatially distributed. 4. MASs enhance the overall performance of the system, particularly when it comes to reliability, computational efficiency, robustness, extensibility, responsiveness, maintainability, flexibility and reusability. 5. MASs effectively retrieve, filter and coordinate information from sources that are distributed globally.
Application Domains in MASs
The domains of application for MASs are particularly numerous. We shall refer only to the main trends, as an attempt to address a wider list could only end in stagnation; the research of domains is evolving all the time. MASs can be divided into four main categories: MAS simulation, building artificial worlds, collective robotics and program design [3, 11, 4] as in Figure 1 .
MAS Simulation:
In computer science there is a branch known as simulation, which consists of analysing the properties of theoretical models. Simulation is currently an active area of computer science, and is concerned with the analysis of the properties of theoretical models. The models are constructed of the mathematical relationships between the variables that represent the physical values, which can then be measured. The most commonly used models are transition matrices and differential equations. They are constructed around the definition of a cause and effect relationship between input and output variables. Of the more classical examples is that used in ecology; here a mathematical model of the dynamics of populations is used, and it shows the growth rates of populations for both prey and predators who occupy the same eco system [3] .
P is the coefficient of predation, Collective robotics: Collective robotics is about an assembly of robots, not the creation of a single robot, whereby a number of robots in a system cooperate with each other to accomplish a given task. Collective robotics is different from the application covered by the previous topic which uses concrete agents that move in a real environment.
Building artificial worlds: Building artificial worlds plays a big part in research into MASs, this is because it is possible to analyse specific interaction mechanisms in a more detailed way than a real application is capable of. An example is the analysis of a cooperation protocol, or the understanding of how behaviour influences the regulation of a society. Such analyses are often more thorough with 'virtual' worlds than in applications that are more immediate.
Program design:
Kinetics, an example of program design, advocates a new approach to the design of computer systems; it attempts to go further than current data processing techniques in order to create distributed software that functions with greater flexibility and capacity for adaptation to the environment. Kinetics puts forward a technology for developing software, based on the concepts of agents and the interaction between them.
The idea that an agent circulates in a net is only one of the areas of kinetic program design. Another important area is the design of the architecture of the actual programs. Design by objectives seems to be the universal premise for the design of programs; however it is only one step towards a modular concept of writing software. Each part of the program can be seen as an individual agent, each having its own skills and objectives, and all of these agents attempt to fulfil the needs of the end user and the new extensions that appear.
MASs Development Tools
Brahms is a set of software tools used to develop and simulate MAS models of human and machine behaviour. Brahms was originally developed to analyse or design human work processes and organization. Brahms is a fully-fledged, rule-based, MAS activity based programming language. It is similar to beliefdesire-and-intention (BDI) architectures and other languages that are agent-orientated; however it is based on a theory of working practices and cognition.
The Brahms language shows how the situated activities of agents are represented in a geographical relationship to the world. Situated activities are actions that occur in a specific situation, therefore their function is not only constrained by the reasoning abilities of the agent, but also by the agent's perception of the world it operates in, such as where the agent is, the state of that environment there and elsewhere, the location of the artefacts, the activities of the other agents, and the communication between agents and artefacts. The idea behind Brahms is to allow the representation of people's collaboration (multi-tasking, informal interactions, interrupted and resumed activities) whilst being located in that environment. The situated behaviour of people and artefacts is defined as the work practice of an organization [13] .
The Brahms agent language can also be used to develop software agents that are based around models of situated behaviour. This means that intelligent agents can be developed which can react to specific situations that happen whilst in execution; this is modelled as the agent's activity-behaviour. 
Criticisms of Intelligent Agents
There is much support for agents and few criticisms. Ben Shneiderman and Jaron Lanier are among the opponents to the use of intelligent agents in real-life situations. Ben Shneiderman, an expert in the field of user design interfaces, states that intelligent agents do not possess predictability, they disenfranchise the user, and are unclear in relation to moral attribution. Shneiderman states that adaptive agents are by their nature difficult to understand and predict for the user. The software used needs to be controlled fully, this is because if an agent performs an action which is not the intention of the user, it will be unknown who should be responsible for that action; either the user of the agent, the builder or the installer [14, 15] .
Lanier says that intelligent agents do not solve the problems that they were designed to solve, and will eventually "make people redefine themselves into lesser beings." In regards to these points [15], agentoriented applications are intended to assist users to find desired information on the web. Lanier argues, however, that the agents will trivialize the intentions and interests of users [14] . People's expectations will be that they are computer-like and that agents are human-like and intelligent. As a result, they will incur a loss of their own autonomy.
Java
Sun launched its Java program language in 1995 as an object-oriented program. The original intention for its design was for programming real-time embedded software, for use in applications such as televisions and set-top boxes used as an interface between cable providers or broadcasters. The Java language and the specific features of Java allow the effective functioning of MAS applications. Java possesses attributes that make it ideal for the implementation of agents and MASs, for example its support for threads, objectoriented style, network-centric design and access, and the portability of codes.
Because Java is not constrained by "architecture" it is ideal for programming on the Internet. Software can be received from another system and can function perfectly well on a local system even though hardware and operating system may be different. This is achieved by using an interpreter and runtime known as the Java Virtual Machine (JVM), which insulates the software from the hardware. Byte codes can be executed on any system and it is this portability that makes Java commercially attractive [10, 16] .
Using Java for Multi-Agents
C++ development was prone to errors and cost too much time when it came to debugging, and Java was designed to solve this problem and it succeeded. Users of this language find that it is perfect for quick prototyping and development, especially for those converted from C++. Some of Java's attributes include:
1. Strengthens the object orientation and eliminates non-object-oriented features, for example global and macro. 2. Eliminates the errors associated with direct manipulation of memory pointers, and solves the problem of referencing and dereferencing. 3. The developer does not have to worry about the problems associated with memory management. 4. Ability to check problems such as bad array subscripts, illegal typecasting and null object references whilst in runtime 5. Multi-threaded programming is supported in the language. 6. Enhances exception handling [10] .
Java Agent Development Framework
JADE is a software framework to assist in the development of agent applications, to be compliant with FIPA (Foundation for Intelligent Physical Agents), which provides 2000 specifications for interoperable intelligent MASs. The JADE system can be described from two different points of view. On the one hand, JADE is a runtime system designed for FIPA-compliant Multi-Agent Systems which support application agents when they need to use a feature covered by the FIPA standard specification, for example message passing and agent life-cycle management. On the other hand, JADE is a Java framework for developing agent applications that are FIPA-compliant, making FIPA standard assets readily available for the programmer via object oriented abstractions [17, 18] .
JADE Runtime System
The JADE agent platform is a distributed system that can be split over several hosts with one of them acting as the front end for inter-platform IIOP communication. JADE is made up of one or more Agent Containers. Each JADE agent lives in a separate Java Virtual Machine and communicates using java RMI. Figure 2 below shows the architecture of the JADE agent platform.
International
Message Delivery Subsystem: The idea behind JADE communication architecture is that it attempts to offer efficient and flexible messaging. It openly chooses the best transport and leverages distributed object technology which is found within the Java runtime environment. JADE recognises the difference between inter-platform messaging (where the sender and the receiver agents operate within different platforms) and intra-platform messaging (where the two agents are on the same platform). Inter-platform messaging has to comply with FIPA requirements, however intra-platform message delivery is solely an issue for JADE, so a more convenient transport can be utilised. JADE uses Java RMI in intra-platform communication.
JADE offers tools to manage the functioning agent platform and can debug and monitor the agent societies. These tools are implemented as FIPA agents and they do not require special support in order to perform their designated tasks, they only rely on JADE AMS. The general management console of a JADE agent platform is known as Remote Management Agent (RMA). The function of the RMA is to acquire information about the platform and to carry out the GUI commands in order to change accordingly the status of the platform by making new agents and closing peripheral containers via the AMS [17, 19] .
Attributes of the Java and JADE Language
Java and JADE have attributes that support MAS applications:
Autonomy: In order for a software program to have autonomy, it needs to be a separate process. This is the case with Java applications because they are separate processes; this enables them to be long-running and allows them to be autonomous. A Java application by using sockets is able to communicate effectively with other programs. Within an application, agents can operate as a separate thread of control, and Java supports threaded applications thereby supporting autonomy through the use of both techniques On the other hand, JADE agents in particular applications can control the life-cycle of the Agent but cannot obtain a direct reference to the Agent object, and, as a direct consequence, cannot perform method calls on that object [16, 19] .
To pass user-defined actions, for example menu selection mouse movements to the window components, Java uses an event-processing mechanism used in the Abstract Windowing Toolkit (AWT). There may be a need to process low-level events, for example when a GUI control focuses, a window is moved or resized and a key is activated by a user; this all depends on the type of agent being built. The AWT event package is also capable of supporting high-level semantic events, for example user actions [16, 19] .
Intelligence: The type of intelligence found within MASs is varied, ranging from object-oriented logic and hard-coded procedures to a sophisticated level of reasoning and learning capability. Usually Lisp and Prolog are the languages used with DAI programming, however, recently most commercial DAI systems have used the C and C++ languages. Nevertheless, Java is an object-oriented programming language and provides all the base functions that are needed to support these behaviours. So it can be clearly seen why Java has become the preferred language used in AI implementations [16] .
DAI applications have two aspects, firstly knowledge representation, and secondly algorithms that manipulate the knowledge representations. Knowledge representations use slots or attributes; these slots contain information about an entity, and then they reference or link to other entities. Java objects encode this data as well as behaviour and the relationships between the various objects. Java allows for the easy implementation of DAI knowledge representation, for example if-then rules, frames and semantic nets [16] .
Mobility: There are a number of aspects of mobility in relation to MASs. Firstly, JADE supports agent mobility by using dynamic class loading and Java serialisation API, this allows a JADE agent to be moved or cloned across different containers, however in the same JADE agent platform. Mobile agents have to be aware of their location so they can decide where and when to move. JADE gives a proprietary ontology, known as jade-mobility-ontology, which holds important concepts [19, 20] .
With Java archive (JAR) files and Java portable byte codes, it is possible for groups of Java classes to An Efficient Search Agent Software for Multi-Agent Systems Using Finite State Machine Technology Yazed Al-Sawi, Ajlan Al-Ajlan, Khalid Al-Drewiesh and Abdullah Bajahzer be transferred across a network and executed on another machine. Java code can be run remotely via a web browser using a mechanism provided by Java applets. In environments such as IBM Aglets, Java processes can be started, moved or suspended.
A major requirement of mobile programs is that they are able to keep the running process in the same state, send it to a different system, and then the process will resume in the same functioning state, even though it is functioning on a different system. Research into this area has placed great emphasis on the role of load balancing within distributed computer systems such as networks. These networks have homogeneous machines and this is crucial in making this work. The Java Virtual Machine provides an environment that the Java process is able to function in, that is the JVM provides a homogeneous environment which makes it easy for Java agents to move between the hardware systems effectively without any loss of time.
With Java remote method invocation (java.rmi) the Java objects can call on methods from other objects in a network, this then creates object applications that are distributed over a network. The rmiregistry locates remote objects by name, and can even load the class byte codes dynamically when needed. By using the java.rmi remote interlace and java.rmi remote exceptions, the methods in a Java class can be extended so they can function across distributed applications. Using RMI, agents can be easily distributed, and have mobility across a network, whilst having the ability to communicate with each other by the use of remote method calls [16] .
Finite State Machine
This section will examine the modelling of the software using FSM and will show how the SAS will search for name, ISBN, price and author or maybe just two of these elements or search all elements together depending on what the user wants. FSM, as defined by Hierons, "is model that defines the required behaviour of an implementation, it is important to verify the implementation against the FSM" [20] .
FSM is comprised of a data structure used to show actions with a sequence of events. In both Java and JADE applications, a finite state machine is able to activate and deactivate certain behaviours in time. This document will define how to describe a finite state machine using JFLAP, and then the coding using JADE. An FSM is made up of input events, output events, a set of states, an initial state and finally a set of transitions. Consider the example of the FSM in Figure  3 . There are two states, firstly the initial state is q0 and secondly, the final state is q1.The transition between each state is called ab.
JFLAP
JFLAP is instructional software used to experiment with grammar automata. However it also allows experimentation with applications and proofs. The main feature of JFLAP is that it can experiment with grammars and theoretical machines. JFLAP allows the building and running of user-defined input on pushdown automata, finite automata, and regular grammars [21] .
JFLAP with FSM Design
This section will examine the design of FSM, which has eight states; the first is to start the search using the name, ISBN, price and author. Afterwards the search will compare and find the cheapest; this is one of the final states. The other final state is the normal state which gives all possible prices of the book. This covers all possibilities of the search.
Test JFLAP Design
In JFLAP there were two different types of test that were used in this project, firstly, Multiple Run test and Step by State test to show that the model is working and covers all the possibilities, as follows:
Multiple Run
The Multiple Run helps to run all states in the model at the same time and accepts the model if it works correctly and rejects it if there are some problems to be solved.
Step by State
The
Step by State helps to run the model by using state by state to move to another state if green, eventually to a final state of green, and if there are any problems between each state they will be indicated in red.
The search of the FSM and JFLAP will help the programmer show how the program works and declares each state as a class. However, JFLAP will be further developed every year, which will help FSM to be more specific and useful, and therefore later on there will be no need for the programmer when creating a model to use the button to create the code.
Requirements and Analysis
This section will examine the requirements and analysis before creating the application software for the Search Agent. These requirements have to be identified, giving clear guidelines as to what is required in the finished, usable software that links MASs.
Framework for MAS Development
For this framework, the three stages shown in Figure 7 below will be followed. The properties of MASs will be incorporated and a suggestion for the required architecture that reflects the properties will be made. The first phase in the approach is known as the 'Problem Analysis'. This phase attempts to gain an understanding of how the system works in the abstract; this will be a starting point for the development process of the architecture. After gaining an understanding we then move to the next phase, where agents will be identified to satisfy the goals and the relationships between those goals. This phase is known as 'Agent Modelling', and here each agent's belief and internal behaviour will be modelled. Finally the 'MASs architecting' phase; here the focus is on the architecture of the agents and the setting up of a federation of agents that are able to cooperate with each other at the same time, to a large extent maintaining autonomy. For the federation of agents to work successfully, the agent's communication and coordination is important. For the rest of this section, the goal analysis and architecture development phases will be described in detail [22] .
Problem Analysis
Problem analysis is important for analysing the user's requirements and to set up the system boundary. End users of a system frequently find it difficult to 
express abstract requirements for the system, a goaloriented approach to the requirement analysis is an effective way of improving the elicitation process (Lamsweerde, M. & Willemet, 1998). Therefore the idea of a goal is important for designing and understanding systems, especially systems that are agent-based. There is a growing trend to design agentoriented software using the goal-directed analysis method. A goal can be defined as follows: 'a nonoperational objective to be achieved by the composite system' [22] .
Agent Modelling
The agents in the system need to be identified and the relationships between them have to be modelled, according to the goals and to the relationships between goals and agents. The architectural development process for MASs must be examined and we have developed a set of heuristic guidelines to do this, also to create and search for agents, to identify major goals, and to create corresponding agents when necessary [22] .
UML Analysis
The analysis of the Search Agent (using the Unified Modelling Language (UML)) will be conducted through the Use Case Sequence diagram and the Class Diagram.
Establishing Use Case
A use-case model represents the actors, the use cases and the relationship between them. The actors represent that which has to exchange information with the system, this includes the users. When these actors use the system it creates a use case, all these use cases collectively form the systems functionality.
The user uses the application for searching and the multi-agent can find the cheapest price and search for the title, ISBN, price and author of the book.
Use Case Diagram
Use cases will detail requirements in the object model and drive testing. The actor starts a course of action which will constitute each use case, and the interaction between the actor and the system is then specified. This collection of use cases specifies all the ways that the system is used. This system will have one type of user; when the user carries out the search function s/he will specify the search criteria and choose a preferred database. The Agent Handler will connect to all databases via the agent interface; this interface will search the databases according to the search criteria, for example name of author inputted by the user, and then the system will inform the user whether or not the book s/he is looking for is found in the preferred database or in another database. The system will also present the information of which is the cheapest book.
Class Diagram
A class diagram demonstrates the model elements, for example interfaces, sequences, their contents and the relationships between them; it is similar to an entity-relationship diagram. These types of diagrams also have attributes and services for each class. It shows the Search Agent user. There are five classes in this diagram, which are as follows: Book Agent System, Agent Handler, Agent Interface and the two database interfaces (database interface 1 and database interface 2) as in Figure 9 .
This class diagram simply shows the search agent and the relationship between the classes and variables. The Agent Handler connects to the Agent Interface (super class), which communicates with the Database Interfaces (sub class), inherited from the Agent Interface class. 
Sequences Diagrams
A sequence diagram shows the interactions between objects in a time sequence. More specifically, it shows the objects and their interactions with the sequence of messages exchanged [50] . Sequence diagrams are different from collaboration diagrams, as they show time sequences but do not show the relationships between objects. A sequence diagram can be in generic form, showing all possible scenarios or in instance form, focusing on one specific scenario. Both sequence and collaboration diagrams show similar information, however in different ways (see Figure 10 ).
In summary, MASs, in which there are two agents (Agent Interface 1 and Agent Interface 2), connected to the Agent Handler, was analysed by these developers using the UML system. An analysis of the requirements of the software was performed to see how the system needs to work with the software. This MAS development architecture-based method used three stages, which were Problem Analysis, Agent Modelling and MAS architecting.
Specification and Design
In this section, the Search Agent Program will be examined as an example of how to implement DAI and MASs with the use JADE.
Flow Chart of the Search Agent System
This flow chart gives a picture of the system and how it will work, and the conditions used in the system.
Search Agent Specification
Organisational Aspects: The entire system is based on a sound and firm organisation. The reason for this is that the personalities of all the entities (for example, title, ISBN, author and price) will be pre-set and remain unchanged during the life of the system. Structure: The structure of the organisation of the system needs to be Inherent. The reason for this is that there will be a search for a book, in addition the cheapest book, however, the relationship with the SAS will not change. Additionally, the number of searches performed by the Agent Handler will increase depending on whether or not it found the cheapest book, according to the search criteria, in the database. Agent Handler: Manages sequences between the databases. There are two linked databases, DB1 and DB2, and the sequencing can move between them, although this depends on which database is chosen at the start of the search. The Agent Handler working with the Agent interface will have three types of behaviour: perceive, avoid or wander.
Agent Interface: After the search, the system will engage the Agent Handler and try to make the Agent Handler communicate with the Agent Interface. As mentioned earlier it provides three behaviours (perceive, avoid and wander).
The system allows for conflict resolution. The Agent Handler and Interface are found in the same environment, so it ensures that any two books with exactly the same search criteria, being found in more than one database, will both be presented to the user.
Agent Handler & Agent Interface Design
For the design of the search agent system environment, the classes i.e. the components are set in a position within the environment. Moreover, there are two agents, the Agent Handler and the Agent Interface, that are required in the system together with some associated attributes. Each class has an attribute i.e. Name, Price, ISBN and Author. With all classes together, the Graphical User Interface (GUI) can be created (see Figure 12 ). This section has examined the classes used in the software within the environment and structure. The communication between each class using the agent mobility between Agent Handler and Agent Interface was also demonstrated. Also, the method for searching the book and the organizing of the information was examined.
Implementation
This section examines the implementation of the SAS whilst running, and the functions that a tool built by the study can perform. GUI can be created as in Figure 13 .
System Requirements
The system needs to work on any PC; therefore there are some requirements to insulate the software: JADE 3.4 and Jdk.
User Interface
An explanation of how the system works, and how to run and compile the system will be explained in the diagrams that follow.
Running the System Using the Command Prompt
Before running the system the Book Agent has to be put into the JADE folder so it is easy to read that class. After that, inside the folder Book Agent there is Figure 13 . The Interface a command, the command is opened and writes javac BookAgentSys.java to compile the class in folder as shown below:
After compilation JADE will be run using the JADE tag which is java jade.Boot t1: RunAgent. t1 is the name of the agent in the PC as shown below: Figure 14 describes how the system works and insulates the JADE library, and how it creates the agent within a container. After this is the second part, the start of the search.
Search Agent System:
After the running of the system during the compilation it will show the user interface so the user can start the search. The example below (Figure 15 ) shows the Book Name as 'java'. The search will begin in the Host 1, set as the default Host, however the search can change looking at Host 2 if the user requires. Any type of search from Book Name, Author, Price, and ISBN can be performed simultaneously. Figure 15 shows all the books with 'java' in the title in a list that shows the host, price, ISBN and author. The next label shows the user which is the cheapest book and where to find that book, this saves time looking for it from the entire list. Figure 16 shows how the user can search using more criteria, for example Book Name and Book Title.
Again all the results are given, according to the search criteria, and the cheapest is shown in the 'Cheapest is' label.
In summary, what is demonstrated is the implementation of how the user can search for different criteria, at the same time, and search two different databases using Java and JADE, giving the user the cheapest price result.
Testing & Evaluation
The chosen testing methodology for the Search Agent system are the Black Box and White Box testing tools. The advantages of these testing systems are that they are unbiased, the tester and the developer are independent from one another.
Black Box Testing
As mentioned in the methodology, this type of testing examines purely the functionality and not the internal mechanisms. The tester does not need in-depth knowledge of the intricacies of the system and the system is examined from the point of view of the user and not the developer. However one disadvantage of the method is that it is not possible for the tester to input all possible variables, therefore a large amount of input possibilities will go untested.
Functional Testing
Firstly, we examined whether the system behaved according to the pre-determined objectives of the search system, for example whether or not the system was successful in identifying the cheapest book (Table  2 ). 
Usability Testing
Secondly, usability testing; this test examined if the system met the requirements set out for 'user friendliness'. It examines specifically the user interface and whether or not it is suited to the type of user i.e. a person searching for a book name and being given the result including the price and location.
User Acceptance Testing
Finally, user acceptance testing was carried out by giving the system to a user to see if the system met his expectations and behaved according to what was expected.
Evaluation
Overall the system was deemed a success in that it functioned according to the desired objectives. The functionality and usability testing concluded that the user was able to input the search variables and was given the desired result i.e. the book they were looking for, where it was located as well as identifying the cheapest book on offer. The mobility agent performed very well in that it was able to search the two hosts at the same time without any problems.
The system was able to search more than one search variable simultaneously i.e. book name, author and host, and still identify, above that, the cheapest book, this without any glitches at all. For future development, the design of the system will be able to handle more than two hosts, a function that is necessary for overall implementation in a real-life system. A slight criticism, from the tested usability perspective (Black Box testing), is the terminology used in the interface; for example the term 'host' is a technical term used by the developer and the term 'location' would be a more user-friendly, understandable term. The Finite State Machine helped a great deal in the modelling and was useful to the programmer and designer in understanding the requirements.
Conclusion and Future Work
The project examined the use of MASs for a search system. MASs have advantages, they cope better with problems too large for a single-agent systems, they are faster and more reliable and more importantly can deal with uncertain knowledge and data. Examining how the multi-agents functioned in a virtual system (in this case the Search Agent), the relationships between them and the environment they operated in, formed the basis for this work.
The overall aim of the project was to create and develop a Search Agent that uses DAI using a MAS configuration. The system was to enable users to search for book titles using various search criteria giving the result according to book found, price and location. The system was evaluated using user-friendly functionality testing, and it performed well against the desired objectives. The project demonstrated how MASs functioned well in making decisions. The designers' knowledge in using MASs in Java, the Finite State Machine for creating the model, and creating the agent using JADE, was greatly enhanced, thus setting the stage for future work.
A genuine lack of knowledge at the beginning of the work had to be overcome fast. Before the developers began this project they had very little knowledge of JADE, JAVA or the Finite State Machine, however the developers were able to take on, understand and implement these tools to build the desired system.
The system can be further improved by the incorporation of a facility to show the user the location of the book stockist that has the requested title. A map could be incorporated to show all the locations; the user can then base his decision not only on price but also visually, on the location of the retailer. If the system were to be implemented in a real life situation it would have to be able to handle more hosts. It would be pertinent in the future to test the system's limits by using volume testing, that is to see what is the maximum numbers of hosts that could be added with the system still working at full or desired efficiency. Further usability testing could be carried out in collaboration with a wider spectrum of typical users, as many users may highlight a multitude of desires and expectations. On the note of usability, the result label is 
