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 Resumen 
 
Aaaida-angular consiste en el rediseño de un proyecto ya existente, utilizando 
las últimas tecnologías web y un nuevo enfoque en el diseño, con un objetivo 
claro en la usabilidad y en hacer que esta nueva aplicación cumpla un con 
diseño responsive, adaptada a los nuevos estándares del sector. 
Durante el desarrollo del proyecto he intentado seguir las metodologías más 
utilizadas en los entornos de desarrollo de grandes equipos para dejar un 
entorno lo más adecuado y escalable posible para que en posteriores 
ampliaciones a los desarrolladores que continúen el proyecto les sea lo más 
fácil posible empezar a trabajar. 
Gracias a la infraestructura ya establecida en el departamento, Gitaid y 
Jenkins, ha sido posible una integración continua. 
A lo largo del desarrollo de este proyecto he podido aprender el uso de nuevas 
tecnologías como bases de datos no relacionales, sus virtudes y sus 
problemas, pero sobre todo he podido aprender lo fácil que es desplegar una 
nueva infraestructura para aplicaciones con la tecnología router-injector. 
 
 
 
 
 
 
 
 
 
 
 
  
Overview: 
 
Aaaida-angular is redesign of an existing project using the latest web 
technology and a new approach in design, with a clear focus on usability and 
make this new application that complies with a responsive design, adapted to 
the new industry standards. 
During the project and tried to follow the methodologies used in development 
environments of great teams to leave a most suitable workspace that in 
subsequent extensions developers continues the project to them as easy as 
possible to start working and more scalable possible. 
Thanks to the infrastructure already established in the department, jenkins 
gitaid has been possible continuous integration. 
Throughout the development of this project I have been able to learn the use of 
new technologies as the basis of non-relational data, their strengths and 
problems, but mostly I have learned how easy it is to deploy a new 
infrastructure for applications with department technology router-intjector. 
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INTRODUCCIÓN 
El objetivo principal de Aaaida-angular ha sido desarrollar desde cero un 
proyecto ya implementado, cambiando completamente su arquitectura, los 
lenguajes utilizados en el desarrollo de las aplicaciones y el diseño de estas. 
Con vistas a tener una aplicación adaptada a las nuevas tendencias de la 
tecnología. 
La característica principal del cambio de arquitectura es la adaptación del 
proyecto a entornos cloud. Esto nos permite tener aplicaciones más escalables 
y con un rendimiento ajustado a los recursos necesarios (autoescalado). Al 
hacer el cambio a una arquitectura API RES obtenemos grandes ventajas a la 
hora de extender el uso de la aplicación a distintas plataformas y esto va en 
línea con IoT (Internet of Things), ya que como veremos a lo largo de la 
memoria, estos pequeños dispositivos pueden aportar un valor añadido a la 
aplicación. 
Para el desarrollo del proyecto se ha prestado especial atención al desarrollo y 
a la metodología de este, ya que, a pesar de ser un proyecto desarrollado por 
una sola persona, se ha realizado siguiendo metodologías y tecnologías que se 
usan en el desarrollo de software en equipos grandes. Estas buenas prácticas 
son fundamentales para el mantenimiento del proyecto y para dar facilidades a 
los futuros desarrolladores que lo continúen. 
En el primer capítulo veremos de forma breve una introducción sobre en qué 
consiste el proyecto Aaaida-angular, cuál es su utilidad y su nicho de mercado. 
Además explicaremos cuales han sido las principales motivaciones para 
escoger este proyecto. 
En el segundo capítulo encontraremos un análisis de la arquitectura previa de 
Aaaida con sus características principales y veremos por qué era necesario el 
cambio de arquitectura. Posteriormente explicaremos la nueva arquitectura y 
qué ventajas tiene. 
En el tercer capítulo nos introduciremos de lleno en la configuración del entorno 
de desarrollo y la configuración del servidor. En él encontraremos un breve 
análisis de las principales  tecnologías usadas en el proyecto y como han sido 
configuradas, comentando de cada una de ella el beneficio que ha aportado al 
proyecto. 
En el cuarto capítulo analizaremos los problemas de usabilidad que tenía la 
aplicación y explicaremos los cambios realizados en ella para intentar 
mejorarla. 
En el quinto y último capítulo se verá parte de las tecnologías utilizadas en el 
cliente y cómo se ha organizado el código de la aplicación. 
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Capítulo 1. Análisis del proyecto 
1.1. Aaaida 
1.1.1. El proyecto Aaaida 
Aaaida es un proyecto realizado por Alteraid, spin-off formada por profesores 
de la escuela de Ingeniería de Telecomunicaciones de la UPC. 
Este proyecto pretende proporcionar un canal de comunicación entre usuarios 
de forma fácil y flexible, ofreciendo las herramientas necesarias para la 
configuración de alarmas y control, con un claro enfoque en mejorar la calidad 
de vida de personas y las nuevas tecnologías de IoT. 
La función principal de Aaaida-angular es la implementación  y rediseño de un 
proyecto ya existente utilizando nuevas tecnologías web. Proporcionando una 
interfaz web para la aplicación y enfocando los esfuerzos en su usabilidad. 
1.1.2. Finalidad del proyecto 
Aaaida ofrece a los usuarios una herramienta SaS (Software as a Service) de 
manera gratuita para poder controlar el estado de las personas más cercanas a 
ellos. La aplicación permite a los usuarios configurar alarmas en función de los 
parámetros que deseemos evaluar y de las acciones que queramos tomar. 
Gracias a su flexibilidad permite al usuario escoger los criterios de evaluación y 
también nos permite guardar el historial  de todos los valores tomados para 
poder analizar la progresión y la evolución. 
Una de las características principales de esta reimplementación del proyecto es 
la de ofrecer una API REST con autenticación con Auth Token con un claro 
enfoque en IoT. Permitiendo de esta manera que terceros puedan desarrollar 
pequeños componentes de hardware y sensores que permitan registrar de 
manera automática distintos valores, facilitando así el control y la gestión. 
Esta API REST ha sido creada utilizando un software desarrollado desde 
Alteraid, el cual permite que con pocos archivos de configuración podamos 
desplegarla de forma rápida y dinámica, encapsulando toda la lógica en un 
mismo punto y que gracias a esta tecnología las distintas aplicaciones puedan 
acceder a esta información, manteniendo para todas ellas la misma lógica.   
El uso de esta API REST  permite a terceros generar los valores, pero la 
configuración y los datos pertenecen en todo momento al usuario. De esta 
manera Aaaida ofrece al usuario el control total sobre sus datos, permitiendo 
borrarlos en cualquier momento. Los datos guardados por los usuarios en 
ningún caso serán utilizados con fines lucrativos por Aaaida. 
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1.1.3. Funcionamiento de Aaaida 
En la aplicación Aaaida encontramos cuatro elementos básicos que se van a ir 
repitiendo a lo largo del proyecto: 
 Lo usuarios son las entidades reales que utilizan la aplicación. 
 Los vínculos son utilizados para referirse a personas o seres y su 
finalidad es la de controlar y medir magnitudes asociadas a estos 
elementos. 
 Medidas es la magnitud del vínculo que deseamos evaluar, estas 
contienen información del valor y rangos de control. La configuración de 
estas medidas permite evaluar cada uno de los valores tomados y 
catalogarlo como positivo o negativo. 
 Valores son las variables de las medias tomadas en momentos 
concretos. 
 
 
 
Fig. 1. 1 Esquema de funcionamiento Aaaida 
 
En la Fig.1.1 podemos ver el funcionamiento de la aplicación: un usuario puede 
tener múltiples vínculos asignados, estos vínculos pueden ser propios 
(generados por el usuario) o compartidos (generados por otros usuarios); cada 
uno de estos vínculos tiene asignadas una serie de medidas, y a su vez cada 
medida tendrá múltiples valores que evaluará si es un valor positivo o negativo. 
Análisis del proyecto   
5 
La utilidad de esta aplicación se puede ver con un ejemplo: imaginemos un 
doctor que ha de controlar varios pacientes (estos pacientes serían los 
vínculos) y cada uno de estos pacientes ha de seguir un tratamiento (medida); 
en este caso los valores se corresponderían con cada una de las tomas. De 
esta manera el doctor puede controlar a todos sus pacientes y programar 
alarmas para recibir avisos. 
1.2. Motivación y objetivo del proyecto 
A lo largo de los años la Web ha ido experimentando una serie de cambios y 
evolución, esto ha permitido que hoy en día podamos desarrollar aplicaciones 
web con funcionalidades similares a aplicaciones nativas, tanto de escritorio 
como de smartphone. La posibilidad de crear aplicaciones multidispositivo y 
multiplataforma junto a la oportunidad de crear todo el entorno, y tanto la parte 
del cliente como la parte del servidor con el mismo lenguaje (JavaScript, uno de 
mis favoritos), han sido la motivación principal para el desarrollo del proyecto. 
Tal como vemos en la fig.1 partíamos de una aplicación web desarrollada en 
Java, tanto la aplicación web como la aplicación nativa para Android. Para 
ambos casos cada aplicación era independiente una de la otra, aunque ambas 
se nutrían de la misma base de datos. Este esquema tiene una serie de 
problemas en cuanto a mantenimiento que explicaremos en capítulos 
posteriores. 
 
 
 
Fig. 1. 2 Diagrama de evolución tecnológica web 
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Este tipo arquitectura estaba basada en tecnologías de la Web 2.0, como vemos en la 
fig.1. Lo que se propone esta nueva actualización es adaptar la aplicación al modelo de 
Web 3.0, adaptando el contenido a la web semántica y unificando la lógica de negocio 
para cada una de las aplicaciones en una API REST. 
1.3. Especificación del proyecto 
1.3.1. “Aaaida Cucumber” 
Durante todo el proyecto todas las funcionalidades han sido especificadas en 
“Aaaida Cucumber”, que es documento que detalla de forma clara y específica 
cada una de las funcionalidades que deben suceder en cada momento según 
ciertas interacciones. 
Este archivo está basado en el desarrollo con BDD (Behavior-driven 
development), en el cual se definen una serie de comportamientos para poder 
separar cada una de las partes del desarrollo de software y poder trabajar con 
equipos. 
En la realización del proyecto ha sido de gran utilidad para evaluar cada una de 
las casuísticas y ver de forma clara cada uno de los comportamientos. 
1.3.2. Behavior-driven development 
Es una metodología que facilita el desarrollo para equipos gracias a la 
especificación de cada uno de los comportamientos. Esto ayuda a entender el 
comportamiento de la aplicación y permite evaluar cada una de las 
funcionalidades definidas, dando así preferencia a aquellas funcionalidades 
que son más importantes para los intereses de negocio. 
La definición de cada una de las funcionalidades ha de constar de cuatro 
partes: 
 Establecer escenario: definiremos de forma clara y concisa cual es el 
escenario que estamos tratando, a esto lo denominaremos Historia. 
 Definición de condiciones: cada una de las condiciones de estado y cuál 
será el resultado que esperamos. 
 Descripción del test: esta se basará en la lógica de Hoare, a cada uno 
de estos test los denominaremos Escenarios. 
 Condiciones de fallo: definición del resultado para poder evaluarlo y 
determinar el éxito o fallo. 
 
A este formato de definición de escenarios con una sintaxis determinada se la 
denomina ghernkins. 
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1.3.3. Lenguaje Ghernkins 
En esta metodología se definieron una serie de principios basados en la lógica 
de Hoare, cuya principal característica viene definida por la lógica de terna. 
Esta lógica de Hoare define el estado de un 
programa, como vemos en la figura fig.2, la 
condición inicial viene definido por Given 
that que define el estado inicial, en el 
podemos concatenar tantas condiciones  de 
inicio como queramos con la palabra And, 
seguida por la sentencia When en la que 
definirá la actuación  que genera una 
respuesta evaluada por la sentencia Then 
que definirá cuál debe ser el resultado final. 
Siguiendo el esquema de la Fig. 1.3 
podemos ver cada uno de los pasos en los 
cuales se basa la definición de la 
especificación de cada uno de escenarios. 
Además de definir los escenarios, para usar esta metodología durante el 
desarrollo, hay que seguir una serie de pasos: 
 Primero se definirán cada una de las pruebas, en el caso de BDD a 
estas pruebas se las denomina escenarios. 
 Posteriormente se debe implementar esta unidad, es decir desarrollar el 
código necesario que permita que se cumpla esta unidad. 
 Finalmente se verifica que esta implementación pase de forma exitosa 
nuestras pruebas. 
Para utilizar esta metodología hay varios softwares que te permiten automatizar 
todas estas pruebas y que los desarrolladores no se tengan que preocupar de 
evaluar esta condiciones, sino que se un proceso automático, en la actualidad 
esta es una metodología utilizada en muchas empresas de desarrollo de 
software, ya que te permite evaluar de manera continua cada una de las 
funcionalidades y detectar posibles fallos antes de subir ese código a 
producción. 
Fig. 1. 3 Diagrama Gherkin 
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Fig. 1. 4 Diagrama funcional BDD 
 
 
Estas herramientas son específica para cada lenguaje, ya que al final esta 
herramienta es la que se encargará de traducir las sentencias definidas en en 
los test a un comportamiento emulado, en el caso del desarrollo web será la 
emulación del comportamiento en un navegador web. 
Siguiendo lógica de BDD nos quedara un escenariossimilar a la Fig. 1.4 Como 
vemos en esta cada uno de los test realizará acciones en el cliente Web, las 
cuales las interpretara el Web Driven y también acciones sobre la base de 
datos, ya que las condiciones iniciales han de ser definidas por el test y han de 
ser independientes de los test anteriores. Esto es algo muy importante, ya que 
con la ejecución de cada test el entorno ha de estar limpio e inicializado con las 
condiciones predefinidas en test. 
Las herramientas de BDD suelen estar compuestas de dos partes, por un lado 
tenemos el framework que es el que nos permite la traducción del lenguaje 
entendible a un comportamiento, éste será interpretado por una segunda 
herramienta que con la ayuda de un navegador (webdrive) realizará todo el 
comportamiento descrito en un navegador real. 
1.3.4. Framework de BDD 
Como ya comentamos anteriormente, cada lenguaje suele tener uno o varios 
frameworks para la realización de BDD. Es interesante que el lenguaje del 
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framework sea igual que el que estamos utilizando para desarrollar, ya que las 
condiciones iniciales se deberán definir en este lenguaje. 
Alguno de los frameworks más populares para realizar BDD: 
 Behat: es utilizado para la realización de BDD basado en PHP. 
 Chaijs: a diferencia de Behat un framework para Node.js que permite 
hacer tanto BDD como TDD y contiene un web-drive integrador para la 
automatización. 
 Cucumber: como se define en el propio apartado, Cucumber es un 
framework para programar en Java. 
No en todos los casos es necesario que el lenguaje en el cual está desarrollado 
sea el mismo que el de la aplicación, pero es muy aconsejable ya que muchas 
veces será necesario extender funcionalidades del propio framework o bien 
preparar el estado inicial: bases de datos, estados... 
WebDriver: 
 Selenium: selenium permite la automatización de comportamientos en 
distintos navegadores. 
 WebDriverIO: es una extensión para selenium 2.0 para permitir el uso de 
BDD para Node.js. 
A lo largo de este proyecto una de las funcionalidades que han quedado 
pendientes es la implementación de estas herramientas en el entorno de 
desarrollo y sería una interesante extensión para este proyecto, ya que 
permitiría tener testeadas cada una de las funcionalidades ya desarrolladas. 
1.4. Objetivos del proyecto 
1.4.1. Definir arquitectura tecnológica 
Antes de empezar a desarrollar cualquier proyecto de software es necesario 
escoger qué arquitectura vamos a implementar. Esta elección dependerá del 
tipo de software que queramos implementar, en nuestro caso el servicio que 
vamos a ofrecer es un SAS y este requiere de alta disponibilidad. Este será un 
factor importante a la hora de hacer un sistema escalable. 
Un punto importante a tener en cuenta antes de desarrollar es la definición de 
un buen entorno de programación. En este caso en el que el desarrollo lo hace 
una única persona no es un punto imprescindible, pero resulta una buena 
práctica ya que permite a todos los desarrolladores trabajar con el mismo 
escenario de forma idéntica, además de ofrecer otras ventajas a la hora de 
desplegar el escenario en distintas plataformas de cloud, como veremos en 
capítulos posteriores. 
 Diseño y creación de un portal de datos personales 10 
La primera elección necesaria es escoger el lenguaje de nuestro servidor, que 
generará todo el contenido necesario para la aplicación web. En este caso 
tenemos varias posibilidades ya que podríamos escoger un servidor Apache o 
un Nginx con Php5-fpm; pero por afinidad al lenguaje JavaScript y al utilizar el 
mismo lenguaje tanto en el servidor web como en el endpoint la elección sin 
duda fue implementar todo el servidor web con Node.js. 
Pero Node.js por sí solo es un entorno muy hostil para el desarrollo de 
aplicaciones web, por ello necesitaremos algún framework que nos permita 
trabajar con patrón MVC. Este es un patrón muy cómodo para trabajar con 
aplicaciones web ya que nos permite separar la lógica de las vistas. Para 
ayudarnos con esta tarea, usaremos uno de los frameworks más populares y 
utilizados que es Express. 
Al final con la elección de las tecnologías nos queda una arquitectura que cada 
vez tiene más seguidores denominada MEAN (Mongo, Express, Angular y 
Node.js ). Es decir, al final nos queda una aplicación JavaScript fullstack: con 
un mismo lenguaje tenemos la posibilidad de construir toda nuestra aplicación. 
1.4.2. Implementar aplicación web 
Toda página o aplicación web dispone de los mismos componentes: una 
estructura basada en HTML, una guía de estilos CCS y un conjunto de 
funcionalidades que vienen dadas por JavaScript. Pero una de las virtudes de 
este proyecto es el cambio de paradigma en la aplicación del cliente, el servidor 
ya no se encargará de generar de forma dinámica los contenidos, sino que este 
le servirá al cliente todas las plantillas, guías de estilo y ficheros funcionalidad 
(JavaScript) para que sea este finalmente quien genere el contenido a partir de 
los datos que abstraiga de nuestra API REST. Para realizar todas estas 
funciones necesitaremos un framework MVC que se ejecute en el cliente y que 
permita el renderizado de plantillas de forma dinámica, alguno de los más 
importantes son: AngularJs, Backbone, Ember… 
Por ser uno de los frameworks más potentes y que más acogida está teniendo 
en estos últimos años escogimos AngularJs. Este es muy estricto en cuanto a 
estructura y uso, hay que seguir patrones muy marcados y tiene una curva de 
aprendizaje elevada, pero permite un desarrollo más rápido y dinámico. 
Otro factor a tener en cuenta es que nuestro endpoint será una API REST 
desarrollada en Node.js y con una base de datos no relacional MongoDB, eso 
quiere decir que el modelo de datos que trataremos de forma natural tanto en 
front-end como en back-end será de igual manera con objetos de JavaScript en 
formato JSON, esto nos permitirá trabajar con el mismo modelo de datos tanto 
en el cliente como en servidor. 
También tenemos que tener en cuenta el uso de herramientas adicionales que 
facilitan el trabajo a los desarrolladores de aplicaciones web. Esto sucede en el 
caso del front-end bower, que permite la creación de un fichero con la lista de 
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dependencia usadas en la aplicación del cliente. Esto ofrece una gran ventaja a 
la hora de desplegar nuestro código en producción ya que permite no tener que 
tener todas las dependencias en nuestro repositorio (mucha cantidad de 
ficheros), sino que nos permite tener todas nuestras dependencias 
actualizadas, o no (en caso de que deseemos mantener una version). 
1.4.3. Análisis de la usabilidad y diseño responsivo 
Un factor muy importante a tener en cuenta para el desarrollo de apps no solo 
es la tecnología, la usabilidad es un factor muy importante y esto ha hecho que 
grandes aplicaciones a nivel funcional no consiguieran el éxito merecido a 
causa de su dificultad de uso. 
Hoy en día este tema se ha estudiado mucho y se sigue haciendo mediante 
estudios de comportamiento. El motivo principal es que al final el segmento de 
usuarios puede ser muy variado, desde gente con un nivel de conocimientos 
técnicos altos hasta usuarios con menos. Una cosa que debemos tener en 
cuenta es que si el usuario no ve el valor a nuestra aplicación o bien le resulta 
confusa nunca pasará a ser un usuario activo. 
Cuando se empieza a analizar la aplicación ya creada, el primer problema es la 
dificultad de entender su funcionamiento y cada una de sus funcionalidades. 
Esto supuso un gran reto ya que si uno, no como usuario sino como técnico 
que debía implementar el proyecto, tiene que pasar varias horas para entender 
todos los conceptos que estaban implementados, es difícil hacer que los 
usuarios lo entiendan sin necesidad de intervención. Para poder solucionar 
este problema fue necesaria la ayuda y la experiencia de una diseñadora con 
varios años de experiencia en el sector del diseño web. 
Otro punto a tener en cuenta en el diseño era que la aplicación tenía que ser 
100% responsive y adaptable desde el login hasta el dashboard en y con las 
mismas funcionalidades. Esto dificulta aún más el diseño, hay metodologías de 
diseño que son mobile first, lo que significa que primero hacemos el diseño 
móvil y una vez tenemos todos los componentes necesarios hacemos el diseño 
con los mismos componentes para la versión de escritorio. La ventaja de esta 
metodología es que obliga a colocar únicamente aquellos elementos que son 
indispensables para la aplicación porque el espacio es mucho más reducido. 
Hoy en día es muy importante que toda app o web sea responsive ya que lo 
contrario es penalizado por buscadores web como Google. Otro motivo es que 
con las nuevas tecnologías web cada vez es más fácil simular el 
comportamiento de una aplicación nativa con una aplicación web. 
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Capítulo 2. Arquitectura 
2.1. Evolución de la arquitectura de los servidores 
De la misma manera que la web ha ido evolucionando, la arquitectura de los 
servidores que las soportaban también ha ido cambiando, ya que pasamos de 
grandes máquinas de uso específico con gran potencia, normalmente 
sobredimensionadas para poder soportar picos puntuales en la aplicación, a la 
actualidad, donde tenemos máquinas de propósito general sobre las cuales se 
distribuye la carga. A medida que se requieren más recursos, estos se van 
aumentando bajo demanda, consiguiendo un rendimiento mucho mayor. 
En contraposición, la nueva arquitectura propone separar cada servicio en una 
máquina de propósito específico. De esta manera cada máquina cumplirá una 
única función, facilitando el desarrollo de copias de seguridad y el escalado. 
Todo esto ha sido posible en mayor medida por la arquitectura cloud, que no 
permite hacer copias exactas de un sistema, y el escalado automático. 
2.2. Arquitectura previa de Aaaida 
Aaaida como cualquier otra aplicación web y nativa estaba estructurada como 
una aplicación a tres capas. 
 
 
 
Fig. 2. 1 Arquitectura previa de Aaaida 
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Como vemos en la Fig.2.1 estas capas son: 
 Capa web o app: es el punto final de nuestra aplicación, aquello que el 
cliente ve y con lo que interactúa. En este caso tenemos una nativa para 
los dispositivos móviles y una web para los entornos de escritorio. 
 Capa de negocio: en esta tenemos guardada toda la lógica de negocio 
de nuestra aplicación. 
 Capa de datos: la última, pero no menos importante, es la que guarda 
todos los datos de la aplicación. 
 
2.2.1. Capa web o app 
El navegador web o app nativa ofrece al usuario la primera capa de interacción 
con el sistema, en esta capa es muy importante el aspecto visual y la 
usabilidad, ya que será la imagen de todo nuestro sistema. 
La app nativa está desarrollada en Java, esta tiene una pequeña base de datos 
para guardar la información del usuario, establece conexión con el servidor 
mediante sockets para cada una de las acciones, ya sea obtener datos o bien 
añadir alguno nuevo, esto nos da una gran ventaja frente a la aplicación web, 
solo transmitiremos los datos necesarios y estos serán enviados mediante 
sockets. La comunicación contínua permite a la aplicación conocer el estado 
del servidor y recibir notificaciones de manera instantánea. 
El funcionamiento de cliente web tiene un funcionamiento distinto al de la 
aplicación nativa, ya que la aplicación nativa solo requiere de los datos para 
poder renderizar todas las vistas porque la estructura viene definida en la 
propia aplicación, esto tiene grandes ventajas en la cantidad de transferencia 
de datos. En cambio para la aplicación web se ha de servir todo el contenido y 
este simplemente renderiza la información servida, teniendo que transmitir en 
cada petición toda la estructura HTML, estilos CCS y funcionalidades JS, con el 
coste que ello conlleva tanto para el servidor, cada petición ha de gestionar los 
datos y generar las vistas para esa petición, como para la cantidad de datos a 
transmitir. Esto último se puede reducir gracias al uso de la caché del 
navegador. 
 
Analizando las dos aplicaciones podríamos pensar que la aplicación nativa 
ofrece mucha más ventajas frente a la aplicación web, sobre todo en cuanto a 
consumo de datos y a nivel de funcionalidades (notificaciones); pero la 
evolución de la Web y el aumento de potencia de los dispositivos ha permitido 
trasladar muchas de las funcionalidades que se realizaban en el servidor al 
cliente web, esto es uno de los motivos principales de actualizar tanto la 
aplicación web como la arquitectura. 
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2.2.2. Capa de negocio 
La segunda capa es la que contiene toda la lógica de negocio, es decir, cada 
una de las funcionalidades de la aplicación ha de estar implementada tanto en 
el servidor de la app nativa como en el servidor Tomcat para la app web. 
En este modelo podemos ver rápidamente un gran problema para esta 
arquitectura, tenemos en dos servicios (nativa y web) la lógica de negocio 
replicado, cuando hagamos un cambio de funcionalidades, este lo debemos 
hacer en cada uno de los servicios. Esta arquitectura a la larga produce 
muchos problemas de incompatibilidad ya que puede que la lógica de negocio 
diverja en cada una de los servicios con el paso de tiempo. 
En la aplicación nativa será necesario un servidor Java, el cual gestionará cada 
una de las peticiones de la aplicación mediante sockets, aunque el 
inconveniente de transmitir los datos de esta manera es que es difícil un buen 
el balanceo de carga una vez se ha establecido el socket. Una vez establecida 
la comunicación no es posible desviar la petición hacia otra máquina y en caso 
de caída de este servicio el cliente perderá toda la conexión con el servidor. 
Otro de los problemas es que para cada conexión nuestro servidor necesita 
reservar recursos, limitando las conexiones simultáneas en nuestro servicio.  
Las ventajas en definitiva son muy claras: se obtiene un ahorro significativo en 
el consumo de datos y consumo de recursos, ya que este solo se ha de 
preocupar de gestionar el modelo de datos, ya se preocupa la app de la capa 
visual. Por otra parte necesitaremos un servidor web, para la aplicación web; 
en este caso para unificar la arquitectura se utilizó el mismo lenguaje para el 
servidor web. 
2.2.3. Capa de datos 
Por último, una base de datos constituye la tercera y última capa. Esta capa en 
 es una base de datos relacional en mysql. Para poder usar este tipo de bases 
de datos es importante que los modelos y las estructuras esten pensados 
previamente ya que son modelos de datos difíciles de modificar debido a su 
estructura relacional. 
Pero grácias a esta estructura relacional tenemos grandes ventajas como 
pueden ser: 
 Herramientas para evitar la duplicidad de las entradas, usando el 
atributo primary key en aquellos atributos que queramos evitar la 
duplicidad. 
 Integridad referencial, todos aquellos registros que tienen como 
dependencia otras tablas no podrán ser eliminado si no se elimina su 
referencia previamente. 
 Favorece la normalización, ya que son más comprensibles debido a su 
estructura relacional. 
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Pero estas bases de datos relacionales también tiene puntos débiles o 
carencias, como: 
 Presentan problemas con datos gráficos, datos multimedia y Sistema de 
información geográfica 
 Los bloques de texto difícilmente manejables 
 No se puede tratar con la base de datos directamente como si lo 
elementos fueran objetos, es necesario un framework de ORM que te 
permita crear entidades 
2.3. Nueva arquitectura de Aaaida 
En esta nueva arquitectura seguimos manteniendo la arquitectura a tres capas, 
pero con un cambio sustancial: hemos unificado la capa de negocio en una 
misma máquina gracias al uso de una API REST. Esta nueva arquitectura nos 
permite tener la capa de negocio en un mismo elemento, evitando así 
problemas de divergencia.  
En la Fig.2.2 podemos ver una estructura parecida a la anterior, ya que al fin y 
al cabo tenemos más o menos los mismos elementos. Pero el comportamiento 
de estos y la interconexión entre ellos es muy distinta.  
En este nuevo esquema el servidor web no interactuará en ningún momento 
con la capa de negocio, lo hacen la aplicación web y la nativa directamente. El 
servidor web se encargará solo de servir nuestro contenido estático. 
 
 
Fig. 2. 2 Esquema de la nueva arquitectura Aaaida 
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2.3.1. Capa cliente 
La funcionalidad de esta capa es la misma que en la arquitectura anterior, es 
decir dotar al usuario una capa de interacción con la aplicación. Pero con 
diferencias significativas a la hora de implementar las aplicaciones. 
En este caso la app nativa sigue siendo una app desarrollada en Java, esta 
tendrá la misma funcionalidad que en el caso anterior. Solo realizará la petición 
de los datos necesarios y se encargará de generar toda la interfaz para que el 
usuario interactúe; pero a diferencia de la arquitectura anterior, en lugar de 
establecer la conexión mediante sockets, esta se realizará usando peticiones 
POST, GET, PUT y DELETE a nuestra API REST. 
El principal inconveniente que presenta esta arquitectura es la pérdida de 
notificaciones en tiempo real, no disponemos de sockets para conectar nuestra 
aplicación. Pero en contrapartida, al no tener una conexión establecida para 
cada usuario y unos recursos reservados, esto permite tener de forma 
simultánea a más usuarios con los mismos recursos. Otra gran ventaja es que, 
gracias a la evolución de los dispositivos y el aumento de prestaciones, 
podemos hacer que estos realicen operaciones que antes debían hacerse en la 
capa de negocio, hecho que aligera también la carga de nuestro servidor. 
En cuanto al cliente web, es el que más ha cambiado respecto a la arquitectura 
original. Veníamos de una aplicación web que generaba todo el contenido 
desde el servidor. La capa de negocio se encargaba tanto de manipular los 
datos que vienen de la base de datos como de generar toda la estructura de 
HTML, realizando esta doble función con un alto coste tanto de rendimiento 
como de ancho de banda.  
En esta nueva arquitectura se ha querido montar una single web application, 
para dar al usuario una experiencia mucho más fluida y un comportamiento 
similar al de una aplicación nativa. Este cambio hace que la aplicación web 
tenga un comportamiento muy similar al de la aplicación nativa.  
Por tanto, el funcionamiento de la aplicación web será el siguiente: 
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El funcionamientos de esta será: 
 
 
Fig. 2. 3 Esquema de peticiones web 
 
Como vemos en la Fig.2.3, lo primero que hará nuestra aplicación al acceder 
mediante una petición get una dirección, como respuesta, el cliente web 
recibirá la estructura básica de html y todas las plantillas necesarias para 
realizar cada una de las partes de la sección de la web que se esté visitando, 
teniendo en cuenta que la aplicación ha sido dividida en dos secciones 
(dashboard y login) que explicaremos en capítulos posteriores. 
Con la estructura ya tenemos toda la información necesaria de las 
dependencias que hacen falta para renderizar la página, como son tanto las 
guías de estilo como todos los Javascript y dependencias. 
En la segunda petición descargamos todas las guías de estilos que 
necesitamos para toda la página. Las guías de estilos están minimizadas en 
único fichero. Es cierto que en algunos casos algunos usuarios saldrán 
penalizados, ya que tal vez estén cargando estilos que no llegaran a renderizar, 
pero a cambio reduciremos el número de peticiones que recibe el servidor, esto 
va en concordancia con el cambio de paradigma, liberar carga del servidor y 
enviar esa carga a los nodos de los clientes. También tenemos que tener en 
cuenta que en la mayoría de casos esta petición ni tan siquiera llegue a 
realizarse ya que al ser contenido estático es muy probable que esté disponible 
en la caché. 
Arquitectura   19 
La tercera petición es la más importante ya que en esta realizaremos la petición 
tanto del framework AngularJS, gracias al cual podemos realizar esta nueva 
arquitectura de simple web application y, además, es la que se encargará de 
generar todo el código HTML usando las plantillas y los datos que recibiremos 
de nuestra API RES. También recibiremos todas las dependencias usadas en 
el proyecto (Jquery, bootstrap, directivas) y todos los controladores generados. 
Al igual que pasaba con los estilos, todos estos contenidos podrán ser 
guardados en la caché, aligerando una vez más la carga de nuestro servidor. 
Gracias al contenido estático y a la caché de nuestro navegador, nuestra web 
app se parece cada vez más a una aplicación nativa, ya que tenemos todo el 
contenido estático que tendremos por defecto guardado en la caché (como si 
fuera una app instalada) y únicamente nos faltan los datos que cargaremos de 
forma dinámica. 
En este punto ya tenemos todo el esqueleto de nuestra aplicación web, solo 
nos falta el modelo de datos para poder generar todas aquellas partes de 
nuestra aplicación que requiera de datos para ser renderizado, como por 
ejemplo el timeline. Para ello nuestra app realizará todas las peticiones 
necesarias para generar todo el contenido. Esto es uno de los grandes cambios 
respecto a la arquitectura anterior ya que es el cliente el encargado de generar 
la estructura de la página a partir del modelo de datos. 
2.3.2. Capa de negocio 
Al igual que en la aplicación web, en esta arquitectura la capa de negocio es la 
que más cambios ha sufrido, esta vez unificamos toda la funcionalidad de 
negocio en una  misma máquina, tanto para la app nativa como para la app 
web, evitándonos así el problema de divergencia entre las dos aplicaciones. 
La idea es crear una API RES con la cual se puedan conectar tanto las app 
creadas en el departamento como aplicaciones generadas por terceros con el 
modo de autenticación mediante auth token, esta estrategia nos permite estar 
en sintonía con las nuevas tendencias de Web 3.0 donde las aplicaciones 
pueden ser tanto generadoras de datos como consumidoras y también con el 
concepto de IoT. Estos dispositivos serán capaces de nutrir de valores a 
nuestra aplicación.  
Con este nuevo cambio de paradigma, no solo hemos ampliado la cantidad de 
dispositivos que se pueden interconectar, sino que al desacoplar 
funcionalidades hemos incrementado la cantidad de dispositivos que se pueden 
conectar de manera simultánea con los mismos recursos. Así esta capa no ha 
de malgastar recursos renderizando contenido web. 
Como contrapunto ha sido necesario la creación de un servidor web encargado 
de servir todo el contenido estático de nuestra aplicación web. Este servidor se 
encarga también de renderizar la plantilla con el idioma que le corresponde. Al 
realizar tareas tan simples esta es capaz de servir un gran número de 
peticiones, además podemos distribuir mejor la carga y aumentar el 
rendimiento del cliente si se usan servidores de CDN para servir todo el 
contenido estático (hojas de estilo y Javascript). 
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Tanto la API RES  como el servidor web han sido desarrollados usando un 
servidor de Node.js y Express. Siendo Node.js una tecnología relativamente 
nueva, ya ha ganado un gran número de adeptos gracias a su gran rendimiento 
y su alta escalabilidad. 
2.3.3. Capa de datos 
Como consecuencia de los cambios realizados en la arquitectura era necesario 
adaptar esta capa a las nuevas tecnologías utilizadas y la respuesta natural en 
cuanto a datos para esta nueva arquitectura es el uso de mongDB. Una base 
de datos no relacional pero que gracias a su naturaleza, basada en estructura 
de datos en formato JSON y funcionamiento asíncrono nos ofrece la 
herramienta perfecta para cerrar toda la arquitectura. 
Uno de los mayores inconvenientes de este tipo de estructura es el hecho de 
ser bases de datos no relacionales NoSql. Esto es un gran problema a la hora 
mantener la integridad de los datos, ya que ha de ser el propio programador el 
encargado de propagar los cambios en la base de datos. 
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Capítulo 3. Entorno de desarrollo 
Una vez conocida la arquitectura que tendría nuestro sistema es el momento 
de construir nuestro entorno de desarrollo, este paso siempre ha de ser 
posterior a la definición de la arquitectura porque muchas de las decisiones que 
debemos tomar para montar este entorno vienen determinadas por la 
arquitectura. 
Uno de los puntos más importantes a la hora de desarrollar un proyecto 
tecnológico es la elección de las herramientas adecuadas para su desarrollo, 
ya que de este depende la escalabilidad del proyecto.  
A lo largo del desarrollo del proyecto he podido apreciar cuáles de estas han 
sido más adecuadas y los fallos que he cometido al escoger otras. Antes de 
empezar cualquier proyecto es muy importante conocer los requerimientos para 
escoger las herramientas que más se adecúen a ella, y una vez conocidas 
estas es interesante buscar posibles alternativas para evitar tener problemas, 
puede ser que estas no sean muy novedosas (o no estén bien testeadas), o 
bien que no hayan sido actualizadas en mucho tiempo. 
3.1. Entorno virtualizado 
Para poder empezar a desarrollar de forma adecuada es recomendable 
virtualizar un entorno, sistema operativo, como todas las herramientas que 
utilizaremos a lo largo del proyecto. Esto permite a todos los programadores 
usar exactamente el mismo entorno, evitando de esta manera problemas de 
compatibilidad entre versiones distintas. 
Actualmente las dos tecnologías adaptadas para crear entornos de desarrollo 
son Vagrant y Docker. 
Para el desarrollo del proyecto he escogido usar Vagrant por afinidad, ya que 
en todos los proyectos que he realizado ha sido usando esta tecnología, otro 
de los motivos es que una de las plataformas que utilizo normalmente, 
DigitalOcean, permite desplegar automáticamente la configuración del entorno 
en una máquina, esta herramienta genera un entorno totalmente aislado y con 
un sistema operativo nuevo completamente desplegado, para ello usa sistemas 
de virtualización como Virtualbox o Vmware.  
 Todo el despliegue de esta máquina 
virtual se realiza mediante un fichero de 
configuración llamado “Vagrantfile” 
(ver[4]). En este fichero definiremos las 
condiciones de nuestro sistema operativo.  Algunos de los parámetros más 
interesantes en este fichero de configuración son: 
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Fig. 3. 1 Configuración de maquina virtual 
 
En la primera instrucción escogeremos el sistema operativo a utilizar y, dadas 
las tecnologías que se han usado en el proyecto, el que más se adecua es 
Linux, con la distribución Ubuntu 14.04. por ser una versión LTS, esto nos 
ofrece 4 años de actualizaciones de seguridad sin necesidad de actualizar el 
sistema operativo y dispone de todo el  software necesario en la lista de 
repositorios así no tendremos que preocuparnos de compilar ninguna de las 
aplicaciones en el servidor y disfrutaremos de sus actualizaciones de manera 
automática. 
En la segunda y tercera instrucción estamos configurando la red para acceder 
al servicio que crearemos y habilitaremos conexiones ssh para poder acceder 
en el momento que lo necesitemos. 
La cuarta instrucción es la que nos permite montar un directorio de nuestra 
máquina host dentro de la máquina virtual que hemos creado. Esta opción es 
fundamental para el desarrollo, ya que el código lo estamos editando desde la 
máquina anfitrión y estos cambios han de repercutir en la virtual. Como el 
directorio está compartido entre ambas el código de estar siempre sincronizado 
permitiendo que el servicio que tengamos corriendo en la virtual tenga siempre 
la última versión. 
En la quinta instrucción estamos definiendo las características física que tendrá 
nuestra máquina virtual, en este caso estamos asignando una memoria de 
1024MB. Otra de las características configurables sería el número de CPU. 
Dado que la programación del servidor no se implementó para que usara varias 
CPU de modo concurrente, el hecho de tener más CPU asignadas no aportaría 
nada al proyecto. 
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La instrucción más interesante es la sexta, esta es la encargada de provisionar 
a la máquina con todas las dependencias necesarias. Para ello se generó un 
seguido de tres ficheros de bash (adjuntados en el anexo) con todo el software 
y configuración para desplegar el entorno. 
El primer script es “ubuntu.sh”, un fichero muy simple en el cual se inicia el 
idioma de la máquina y actualiza los repositorios. 
El segundo es más interesante, en “git.sh” se instala Git ya que este será el 
control de versiones que se usará a lo largo del todo el proyecto. La parte más 
interesante de este fichero es que en él se configura el pre-commit, en él se 
realizan dos funciones antes de permitir al usuario realizar el commit: verificar 
que en el código de JavaScript no se haya quedado ningún console.log, ya que 
subir código a producción con logs podría llegar a ser poco profesional; y 
también busca conflictos mal resueltos para así al menos no subir código no 
funcional ya que estos caracteres no pueden ser interpretados, provocando que 
el servicio quede suspendido. 
Por otro lado el archivo más interesante y el que instalará todas las 
dependencias necesarias para el proyecto es el archivo “Node.js”, este 
contiene la instalación de la última versión de Node.js y varias dependencias 
que usaré durante el desarrollo, como por ejemplo: Bower, para instalar 
software de terceros; el módulo de less, que será necesario para traducir el 
código less a código CCS; además de minimizadores de código, tanto de 
JavaScript como de CCS para reducir el tamaño de los ficheros transmitidos. 
En esta configuración otro de los paquetes que se instalan es phantomjs, la 
utilidad de este paquete era ser como navegador virtual para la realización de 
los test de BDD. Este es un punto podría ser una excelente extensión de este 
proyecto. 
La ventaja del uso de Vagrant sobre Docker es que al establecer las 
condiciones exactas de nuestro sistema operativo es poder emular de forma 
exacta las condiciones que se darán en los servidores de producción. 
 Por otra parte también es 
interesante tener en cuenta Docker, 
ya que para el desarrollo con 
 terminales de prestaciones bajas 
permite obtener más rendimiento ya 
que no necesita virtualizar el sistema 
operativo. Al igual que Vagrant hay 
muchas plataformas de cloud que permiten desplegar de forma automática la 
configuración que teníamos para desarrollo.  
En cualquier caso las diferencias entre ambas para el desarrollo carece de 
importancia ya que ambas permiten realizar las mismas funcionalidades: tener 
un entorno aislado con las mismas condiciones para todos los desarrolladores 
y poder desplegar de forma automática en entornos cloud.  
Fig. 3. 2 Logo docker 
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3.2. Servidor web 
3.2.1. Node.js 
El servidor web es el encargado de servir todo el contenido que la aplicación 
pueda requerir. Actualmente existen multitud de servidores web, pero los más 
relevantes en la actualidad son Apache y Node.js. 
Apache por sí solo sirve contenido estático, para acabar de dar todas las 
funcionalidades para poder introducir toda la lógica de negocio son necesarias 
las aplicaciones que enlazaremos con Apache, que son las encargadas de 
generar el contenido de manera dinámica: unos ejemplos pueden ser Php5 
para el lenguaje de Php o Tomcat para lenguajes como Java. 
Para la realización de este proyecto y una de las motivaciones que me llevó a 
escogerlo es la realizacion de toda la aplicación usando Node.js tanto en la 
API RES como en el servidor web. 
Node.js es un servidor basado en el lenguaje ECMAscript, es decir, basado en 
Javascript con una arquitectura orientada a eventos, basado en el motor de 
Google V8. A diferencia de muchos otros servidores web Node.js trabaja con 
un único hilo de ejecución. Todas las peticiones gestionadas por Node.js las 
trata de manera asíncrona, gracias a esto le permite con un único hilo gestionar 
miles de peticiones de manera simultánea. Uno de los problemas que tiene 
este único proceso es la necesidad de módulos adicionales para escalar 
aprovechando el número de núcleos del procesador, aunque para este modo 
tiene un módulo llamado clúster. 
3.2.2. Express 
Debido a la naturaleza de Node.js, este tiene un grado de libertad tan elevado 
que si no se realiza la configuración de manera adecuada puede llegar a ser 
incontrolable y muy lento de desarrollo. Para facilitar esta tarea utilizamos 
Express, este framework es lo suficientemente grande para abstraernos de 
crear y manipular todas las peticiones http de forma manual, pero es lo 
suficiente flexible  para crear y manipular la estructura al gusto del 
programador. 
Como vemos en la Fig. 3.3 Express tiene implementado el patrón middleware 
que nos permite configurar el entorno. Esta es una de las funcionalidades más 
potentes de Express, gracias a esto podemos interceptar cada una de las 
peticiones y realizar ciertas tareas antes de proseguir con la petición. 
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Fig. 3. 3 Esquema patrón middleware aplicado a seguridad 
 
Esta funcionalidad nos permite también implementar la seguridad de forma 
independiente al código de la aplicación y proteger nuestro sistema de los 
ataques más comunes como puede ser CSRF e implementar seguridad como 
Auth Token. 
3.2.3. Configuración de less-middleware 
Uno de los motivos de usar y configurar middleware es la generación de 
archivos CCS a partir de los ficheros LESS. Less es un lenguaje desarrollado 
para generar hojas estilo, es muy similar a la definición de hojas de estilo pero 
se pueden aplicar variables y funciones. Con esto podemos generar hojas de 
estilo de forma más ágil. El problema de estos ficheros es que no pueden ser 
interpretados por el navegador ya que han de ser convertidos previamente a 
ficheros CCS.  
En este punto es donde los middleware entran en acción, cuando se realiza 
una petición para un fichero esta petición es interceptada, como respuesta este 
realizará la compilación del fichero LESS transformándolo  y retornando como 
CCS. Esta es una funcionalidad muy interesante para el desarrollo porque 
permite no tener que esperar a compilar los archivos LESS mientras estamos 
desarrollando, pero es una opción que hay que quitar cuando subamos a 
producción debido a su alto coste computacional. 
 
 Diseño y creación de un portal de datos personales 26 
 
 
Fig. 3. 4 Esquema patrón middleware para peticiones CSS 
 
Este mismo middleware podría usarse para para archivos coffeescript y 
funcionaria de igual manera compilar los archivos de coffee en archivos de 
JavaScript. 
3.2.4. Configuración sistema de templates 
Para tener un código organizado se usó un motor de vistas, con el cual pudiera 
hacer componentes separados entre sí y crear elementos compuestos con 
estos componentes parciales. Esta es una buena práctica para poder reutilizar 
al máximo el código. 
Para poder usar estas plantillas parciales es necesario usar los motores de 
vistas, pero no todos tienen la posibilidad de hacer plantillas compuestas. Por 
defecto Express viene configurado para usar el motor de vistas EJS 
(Embeded JavaScript), pero este no tiene soporte para el uso de plantillas 
parciales, por eso hubo que buscar uno que sí lo soportara.  
Como vemos en la Fig.3.5 cada uno de los componentes está programado en 
un archivo diferente, esto se podría programar todo en el mismo fichero pero 
por motivos organizativos y de reaprovechamiento de los componentes se 
decidió hacerlo de esta manera. Es una buena metodología sobre todo si se 
trabaja en equipo de varias personas ya que permite que cada uno trabaje en 
un componente. 
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Fig. 3. 5 Division de componetes  de la página web 
 
El error más grande que se cometió en este proyecto es el de utilizar el motor 
de vistas Hogan, este es un motor creado por los mismos desarrolladores de 
Bootstrap, que permitía usar plantillas parciales y tenía buena pinta. El error fue 
no fijarse en la actividad que tenía este framework, es muy importante que 
tenga actividad y buena documentación, eso quiere decir que está activo  y hay 
una comunidad detrás. Esto es indispensable cuando surgen problemas o 
dudas con el framework como ocurrió cuando vino el paso de implementar el 
multi-idioma. 
3.2.5. Configuración multi-idioma 
Uno de los requisitos para la aplicación es que soportara varios lenguajes, para esto 
Express no dispone de soporte para multi-idioma y es necesario hacerlo usando un 
módulo extra, este es el i18n. La configuración de este módulo fue el más difícil de 
todo el proyecto, ya que debía exponer los métodos de este módulo para que fueran 
visibles desde el gestor de plantillas y que este sustituya las claves por su traducción, 
este fue el punto en el cual se descubrió que se había hecho una mala elección con el 
motor de plantillas Hogan. 
Otra de las funcionalidades que se debía configurar es que todas las claves que se 
habían usado en cada una de las plantillas se guardaran en un fichero json por cada 
idioma. 
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Fig. 3. 6 Esquema middleware multi idioma 
 
Para la elección del idioma para cada usuario hay dos maneras principalmente, se 
pueden usar cookies y guardar en ellas la configuración del usuario o bien utilizar el 
path de la url de forma que en cada petición es del tipo dominio.com/{ idioma }/path. 
Esta manera de generar las rutas es más url-friendly ya que los motores de búsqueda 
pueden interpretar esta información. 
Como vemos en la Fig.3.6 además de configurar el módulo i18n era necesario aplicar 
un middleware para interceptar la petición del módulo para indicarle que idioma era 
necesario en cada momento, si en la petición viene definido el path configuramos el 
módulo con el idioma que nos marca la url, en caso contrario hacemos un redirect al 
mismo path pero añadiendo por defecto el idioma en inglés. 
3.2.6. Fichero de configuración 
Para poder trabajar en varios entornos sin necesidad de tener que cambiar el 
código se creó un sistema de lectura de archivos de configuraciones. Para 
escoger cada una de estas configuraciones solo es necesario pasar a arrancar 
el servicio en una variable de entorno con el nombre del fichero de 
configuración. 
NODE_ENV=development pm2 start ./bin/www --name 'Aaaida-angular' 
En este ejemplo vemos que pasamos como variable de entorno el valor 
development, en este momento el programa buscará en el directorio de los 
archivos de configuración ese fichero y leerá los parámetros definidos en él. 
 
var configure = { 
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   server_port:'4000', 
   backend: { 
       endpoint: 'localhost', 
       port: '40000', 
       protocol: 'http://' 
   } 
} 
En el archivo tenemos la configuración del puerto del servidor web 
server_port, en desarrollo se usó el 4000 pero en producción el puerto que se 
usará es el 80, puerto por defecto de las peticiones http. Otra de las 
configuraciones es el end point, esto son los parámetros de la API REST, para 
que esto funcionara fue necesario la creación de un servicio de routing. El 
routing es una herramienta creada para generar las rutas que usan en la 
aplicación del cliente usando estos datos de estos archivos de configuración. 
En otros frameworks estos archivos de configuración lo tienen implementado 
por defecto pero Express, al ser tan ligero y libre, no implementa esta 
funcionalidad. 
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Capítulo 4. Análisis y diseño 
4.1. Pantalla de Inicio 
4.1.1. Registro y login 
El problema de la pantalla de la inicial era que se mostraban contenidos 
demasiado diversos, creando una gran dispersión para los usuarios. Por eso un 
cambio importante a realizar era unificar componentes por comportamiento, 
empezando por la sección de registro y de acceso. Al tener este contenido 
distribuido por la página, sobrecargando el footer y el header dificulta hacer la 
aplicación responsiva.   
 
 
 
 
 
Fig. 4. 1 Comparativa del formulario de registro y de acceso 
 
Como se puede apreciar en la Fig. 4.1, se colocan los dos componentes para 
ocupar más contenido de la página. Este cambio estaba pensado para una 
mejor adaptación en dispositivos móviles porque en el apartado de login los 
componentes no se posicionaban de forma adecuada. 
4.1.2. Cabezera 
En la cabecera encontrábamos demasiado contenido esto hacía que fuera 
demasiado grande mientras que el resto de la página se encontraba demasiado 
vacía, este fue otro motivo para trasladar algunos de los componentes como el 
formulario de acceso. 
El resultado fue una cabecera más limpia y clara permitiendo al usuario 
focalizar la atención en el punto importante que son el login y el registro. 
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Fig. 4. 2 Comparativa cabecera original y re implementada 
. 
4.1.3. Footer 
 
Como vemos en la fig.12 el footer tenía demasiado contenido y muy variado, 
para limpiarlo se decidió poner toda la información de contacto en una página 
nueva junto con un mapa de la localización y un formulario de contacto. En 
todo momento a la hora de hacer la estructura de la página se intentaba 
agrupar los componentes por funcionalidades, para que a los usuarios les 
resultara más fácil encontrarlos. Liberar el contenido del footer permitió dejar 
únicamente los links de navegación, de manera que quedaba más limpio y 
ordenado. 
  
 
 
 
Fig. 4. 3 Comparación entre el footer original y reestructuración 
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4.2. Dashboard 
4.2.1. Cabecera 
Al igual que la cabecera de la página de inicio, esta seguía la misma estructura 
sobrecargada. Como vemos en la Fig.4.4, tenemos una cabecera con muchos 
componentes pero no nos queda claro para qué sirve cada uno de estos 
componentes. 
 
 
 
 
Fig. 4. 4 Comparativa cabecera interior original y re implementada 
 
 
En este caso se utilizó la misma estructura que veíamos en la página de inicio 
añadiendo la foto del usuario para crear cierta familiaridad. Este es un diseño 
muy similar al que usa Google en sus gestores de correo. Se añadió al avatar 
del usuario un pop-up con las notificaciones y botón de logout. El selector del 
idioma se quitó de este menú ya que, como el usuario ya está registrado, se 
pensó que esta era más bien una opción que pertenecía más a la configuración 
del usuario que propiamente a la cabecera. 
4.2.2. Menú lateral 
El menú de navegación era el mismo que teníamos en la cabecera, teniendo 
dos componentes que realizan la misma acción en la página. 
 Cada uno de esto iconos desplegaba una ventana 
modal para realizar distintas acciones principales, al 
no tener contexto para que el usuario pudiera 
detectar su funcionalidad, resultaba difícil de explicar 
y de utilizar para el usuario. Estas ventanas 
emergentes eran uno de los problemas principales de 
usabilidad de la aplicación en dispositivos móviles. 
Las ventanas modales se gestionan muy mal en 
pantallas pequeñas. 
 Y por último en la parte inferior del menú de 
navegación tenemos la lista de los vínculos de 
usuario en formato de lista desplegable. Se decidió 
eliminar todo el componente para no sobrecargar la 
pantalla principal. Fig. 4. 5 Menú lateral 
original 
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Lo iconos principales fueron trasladados a la página de los vínculos porque 
estas son acciones sobre los vínculos.. 
4.2.3. Timeline 
El timeline es el primer lugar al que accede el usuario al iniciar sesión en 
nuestra plataforma. Este  historial contenía los últimos valores de sus usuarios, 
con un comportamiento similar al de Facebook. Algo que se echó de menos al 
acceder por primera vez y ver que no tenía ningún dato añadido era alguna 
guía que ayudara en los primeros pasos en la aplicación, en el nuevo diseño se 
intentaron introducir pequeños fragmentos de explicaciones para guiar a todos 
usuarios que no tuvieran datos. 
 El historial estaba bien formado pero en el escritorio 
se veía muy vacío, nos dimos cuenta que era 
necesarios en él era alguna forma para identificar el 
estado del valor (si era un resultado positivo o 
negativo). Para solucionar esto se añadió un 
comportamiento similar al de un semáforo, aquellos 
valores en rojo tendrían una connotación negativa y 
los marcados en verde positiva. Uno de los 
comportamientos que se mantuvo en la aplicación 
nueva fue el de los comentarios de cada uno de los 
valores, el cual se desplegaba al presionar en cada 
uno de estos valores. 
 En el lugar del menú lateral decidimos introducir  las 
opciones de configuración (fig.4.6) del usuario como: 
la foto de perfil utilizada en los comentarios y valores, 
el nombre del usuario y la selección del idioma para la 
aplicación. Este componente desaparece en las 
versiones móviles, dejando únicamente el timeline. 
 
4.2.4. Vínculos 
Esta fue la página vemos una lista con todos los vínculos asociados al usuario 
separado por pestañas, por un lado teníamos  dos pestañas con los vínculos y 
listas  generados por el usuario y dos pestañas más con los mismos elementos 
compartidos por otros usuarios. Esta separación en pestañas era necesario 
eliminarla porque dificulta la visión global del sistema, para solucionar este 
problema se unificaron todas la pestañas en una sola y se separaron los 
vínculos creados por el usuario de los compartidos marcándolos de color 
naranja. 
Como vemos en la Fig.4.7 la identificación de cada uno de los vínculos era 
muy difícil porque solo disponíamos del nombre. Los usuarios hoy en día están 
muy acostumbrados a herramientas como Twitter o Facebook y esta dos 
siempre asocian un usuario a una foto, por eso se trasladó ese comportamiento 
al nuevo diseño. Para ver cada una de los valores de los vínculos se debe 
Fig. 4. 6 Herramientas 
del perfil 
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presionar en cada uno de ellos para desplegar todo su contenido, permitiendo 
tener el detalle de todos desplegados simultáneamente. 
 
 
 
Fig. 4. 7 Página original de vínculos 
En el nuevo diseño Fig.4.8 solo podemos ver el detalle del vínculo 
seleccionado, esta información aparece en la mitad izquierda de la pantalla 
junto a todos los elementos para interactuar con ese vínculo. Parte de los 
botones que eliminamos del menú lateral que estaba siempre presente se han 
trasladado a esta sección para poder contextualizar su uso. 
 
 
 
 
Fig. 4. 8 Página de vínculos re implementado 
 
 
En esta página podemos observar que en la parte superior hay tres botones de 
interacción. El primero se utiliza para crear listas de vínculos, el segundo es 
para crear un vínculo nuevo y el tercero se utiliza para cambiar el modo de 
vista, tal y como se ha ido haciendo con toda la aplicación, siempre se ha 
intentado contextualizar al máximo cada una de las opciones de interacción. 
Las listas son agrupaciones de vínculos, por analogía tiene un comportamiento 
similar al de los directorios que todo usuario está acostumbrado a utilizar, por 
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eso la iconografía y el comportamiento es el mismo al de los directorios. Para 
añadir un elemento a las lista bastará con arrastrar el vínculo a la lista. 
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Capítulo 5. Implementación del proyecto 
5.1. Implementación de AngularJs 
AngularJs es una de las piedras angulares del proyecto y es la base para poder 
construir este nuevo paradigma de arquitectura. Pero, antes de adentrarnos en 
especificar cómo se ha implementado esta tecnología en el proyecto, es 
interesante tener unos conocimientos básicos. 
Este framework fue desarrollado por empleados de Google buscando una 
solución para aplicar un MVC en el cliente que permitiera a los programadores 
trabajar de forma ágil y ordenada. 
En este patrón tenemos: 
 Modelo: esto corresponde a los datos de la aplicación, serán aquellos 
datos que conseguiremos de nuestra API-REST y serán utilizados para 
crear cada uno de los componentes de las vistas. 
 Vista: estas son cada una de las plantillas servidas por nuestro servidor 
web, las plantillas tienen contenido estático que no será modificado en 
ningún momento y contenido generado a partir de los datos del modelo. 
 Controlador: es el encargado de rellenar cada una de las vistas con la 
información extraída de la API-REST y dotará de todas las 
funcionalidades de las vistas. 
Cada una de las vistas ha de tener asignado un controlador que se encargará 
de rellenar los datos con los modelos y de gestionar las interacciones del 
usuarios. 
5.2. Estructura de las rutas 
Una de las ideas principales que tenía en mente a la hora de realizar la 
aplicación es que fuera una simple web application para dar más fluidez. Para 
hacer una aplicación así debemos olvidarnos de las páginas estructuradas por 
rutas o path, ya que cada vez que cambiamos de path la página ha de ser 
recargada, dando una sensación de lentitud. 
Para solucionar este problema es necesario el uso de un framework que 
permita cambiar de plantilla en el lado del cliente de forma dinámica, este es el 
momento en el que entra AngularJs en acción y una de sus extensiones, 
angular-route. Esta extensión permite usar el hash de la url como si se 
trataran de path y asigna para cada hash una plantilla de Angular y un 
controlador para esa plantilla. 
De esta manera podemos configurar el árbol web como vemos en la fig.10, la 
aplicación web está dividida únicamente en dos rutas. Por un lado tenemos la 
ruta raíz, que se corresponde a la ruta de acceso a la aplicación para todos 
aquellos que no hayan iniciado sesión.  
En esta ruta encontramos tres subrutas:  
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 /#: es la página principal para hacer el registro o bien iniciar sesión,  
 /#contact: contact es una página con los datos de contacto y localización 
de alteraid. 
 /#terms-and-conditions: la última ruta que contiene los términos y 
condiciones de la aplicación. 
 
 
 
Fig. 5. 1 Esquema web 
 
Los usuarios que ya hayan iniciado sesión accederán directamente a la ruta 
dashboard, que al igual que el directorio raíz está subdividida en tres subrutas:  
 #/bonds: es la página principal de bonds (vínculos), donde veremos la 
lista de todos nuestros bonds con un historial de cada uno de ellos. 
 #/history: en el historial encontraremos un resumen de todos los valores 
de nuestro vínculos. 
 #/list/:id: aquí podemos ver todos los vínculos que están agrupados en 
una lista. 
5.3. Estructura del proyecto 
La estructura del proyecto está siguiendo la guía de diseño que ofrece 
AngularJs (es bastante estricto en cuanto a estructura) haciendo para cada una 
de las vistas un controlador. Es decir cada uno de los hash que hemos visto en 
el apartado anterior corresponde a uno de los controladores de JavaScript. 
Para ayudar con la programación, AngularJs permite crear servicios para 
inyectarlos en los controladores, teniendo acceso a todos sus métodos. Los 
dos que se crearon son:  
 user-service.js: contiene toda lógica necesaria para gestionar los 
usuarios y sus vínculos. Un ejemplo de los métodos que están 
implementados en este servicio es getHistory, cuando lo llamamos esta 
función realiza la petición a la API REST y retorna la lista del historial. 
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 measure-service.js: al igual que el user-service contiene todos los 
métodos para gestionar los valores de los vínculos (añadir, eliminar, 
crear) y también gestionar los valores de las medidas. 
El hecho de unificar toda la lógica en servicios permite tener los controladores 
con menos código, más claros y, como el nombre de todos los métodos es auto 
explicativo, resulta mucho más fácil seguirlo. 
Una de las funcionalidades que se crearon para este proyecto es el routing. La 
ventaja de este servicio es que te permite generar las url de forma automática. 
Uno de los problemas que podía tener para desplegar el código en producción 
era cambiar la dirección el endpoint de la API REST, ya que desde el cliente se 
realizan muchas peticiones ajax. El servicio routing que utiliza como dominio y 
puerto parámetros configurados en el servidor. Usando este servicio, si 
queremos cambiar el endpoint de nuestra aplicación solo tendremos que 
hacerlo en el archivo de configuración. 
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Conclusión 
Los objetivos de mi trabajo eran:  
 Definir arquitectura tecnològica 
 Análisis de la usabilidad y diseño responsivo 
 Implementar aplicació web 
Mi primer objetivo de definición de arquitectura, fue el punto que más 
interesante en mi trabajo por aportarme retos durante todo el despliegue. En 
todo momento intentamos que el entorno y el proceso de desarrollo siguiera 
una serie de metodologías presentes en muchos equipos de programación a 
pesar de ser una única persona.  Otro punto interesante es que intentamos 
desarrollar la plataforma que permitiera ser desplegada en cualquier entorno y 
con posibilidad de configurarla. A pesar de las dificultades encontradas en la 
configuración de tema como el multi idioma creo que al final ha quedado una 
arquitectura suficientemente estables y fácilmente desplegable. 
Para el análisis de la usabilidad y el diseño. Para la parte del diseño fue 
necesaria ayuda de una diseñadora consagrada en el mundo de diseño de 
páginas web ya que como programador es una carencia que tengo y en cuanto 
la usabilidad se fue mejorando a base de charlas y iteraciones sobre la 
aplicación con la ayuda de Toni Oller y Jesús Alcober. Al final creo que 
conseguimos tener una aplicación más amigable para el usuario. Para analizar 
la usabilidad sería necesario hacer un laboratorio de pruebas y analizar los 
puntos débiles de esta. 
Mi último objetivo era la implementación web. he tenido ciertas dificultades en 
ciertos puntos, ya que al desarrollar con una API REST en construcción y que 
ha ido variando a hecho que algunas de las funcionalidades ya implementadas 
fuera necesario adaptar ciertas partes de código. Un inconveniente ha sido la 
libertad estructural de la base de dato, ya que al ser skemaless permite guardar 
cualquier estructura de datos. Esto afecta sobretodo a la aplicación nativa de 
android ya que cuando recibía un esquema que no reconocía dejaba de 
funcionar.  Al final a base de iteraciones conseguimos tener una estructura 
estable para las dos aplicaciones. 
Al final estoy contento con los resultados obtenidos y el funcionamiento, si es 
verdad que aún faltan algunos errores en la aplicación y algunos que aún 
quedan por descubrir.  
Por otro lado un punto que habría sido interesante integrar BDD y alguna 
herramienta de automatización de testeo, que por falta de tiempo no hemos 
podido integrar. Podría ser interesante como extensión de este proyecto 
integrar este tipo de tecnología a la aplicación 
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Anexo 
1. Análisis del contexto web actual 
Para poder entender la arquitectura del proyecto es necesario ver brevemente 
la evolución de la web desde su nacimiento hasta la actualidad. De esta 
manera veremos un contexto global y entenderemos el porqué de este nuevo  
rediseño y reimplementación del proyecto. 
A lo largo de los años, gracias al incremento de desarrollo tecnológico del 
hardware, aparición de nuevos navegadores, nuevas funcionalidades incluidos 
en ellos ha permitido la evolución de la web. 
1.1. Web 1.0 
Empezamos con una Web 1.0 (1991-2003), una estructura de web que se 
basaba en la difusión de contenido, mayormente de lectura con poca o nula 
interacción, más allá de formularios y ningún contenido multimedia sin en uso 
de plugins como flash. 
 
Una etapa donde dominaba el contenido estático, en el cual el único generador 
de contenido era el propio webmaster, ya que aún no se disponían de bases ni 
lenguajes para generar contenido de forma dinámica. 
 
 
 
Partimos de un entorno imposible para las aplicaciones puramente web, ya que 
lo navegadores y sus funcionalidades estaban muy alejados de lo que hoy 
entendemos por web, un momento en netscape y Internet explorer eran los 
dominantes del mercado de los navegadores. 
1.2. Web 2.0 
Este término se acuñó a principios del 2004 en una conferencia sobre la Web 
2.0 de O'Reilly Media en 2004. Esta nueva versión, no se refiere a cambios 
brusco de nuevas especificaciones técnicas de la web, sino más bien a 
cambios acumulativos en cómo se desarrollaban las nuevas páginas. 
Permitiendo así, la evolución natural, en la cual los usuarios dejan de ser 
simples consumidores, tener una postura más activa permitiéndoles generar 
contenido de manera dinámica. 
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Esto permite un gran crecimiento en el contenido que existía hasta el momento, 
ya que cada usuario podía ser un generador de contenido además de permitir 
la interacción entre estos. 
Todos estos cambios hicieron cambiar a los usuarios el concepto de web que 
tenían hasta el momento, para mostrarles una herramienta de colaboración y 
de interacción entre los internautas. 
Con todo esto empezó a surgir un fenómeno social, un auge en el desarrollo de 
aplicaciones web y empezaron a surgir los blogs, redes sociales, webs creada 
por los propios usuarios en plataformas de autoedición, páginas con contenido 
agradado por los usuarios y aplicaciones web dinámicas. 
Con esta actualización que permite el trabajo colaborativo, ve en Internet una 
herramienta clave tanto en el ámbito de la educación, como en el profesional. 
Un gran conjunto de aplicaciones que surgieron en esta etapa son de las 
compañías más valoradas en la época en la cual estamos. 
Todos estos cambios y crecimiento también hicieron que cambiara la forma en 
la cual servimos los contenidos, no solo visual, ya que pasamos a tener un 
público no técnico, sino que estaba abierto a todo tipo de usuarios. 
Por este motivo se tenían que empezar a tener en cuenta la estética de la web 
(visualmente atractiva) y tenía que ser una herramienta fácil de utilizar, un tema 
que hasta el momento no preocupaba ya que estaban muy limitada, había que 
hacer que el usuario interactuara con el resto y era necesarios que fuera lo más 
fácil y rápido posible, surgieron conceptos que perduran hasta ahora. 
Las tecnologías que ayudaron a esta gran difusión son: 
 CCS: permite dar un aspecto visual más agradable para los usuarios. 
 Ajax: gracias al cual podíamos actualizar el contenido de la web sin 
necesidad de actualizar  ni interacción del usuario, dando más 
dinamismo. 
 Java Web Start: es una tecnología que permite la ejecución de 
aplicaciones Java en el cliente, dotando a esta una serie funcionalidades 
que hasta el momento no tenían los navegadores, dando la posibilidad 
de crear aplicaciones más sofisticadas y con más funcionalidades. 
 Json: una nueva forma de transmitir datos entre cliente y servidor, de 
forma sencilla y añadiendo una cantidad mínima de overhead. 
 JCC (JavaScript Client Communication): con la utilización de Javascript 
empezamos a añadir funcionalidades en la parte del cliente sin la 
necesidad de establecer una comunicación con el servidor para realizar 
ciertas tareas sencillas como cálculos ahorrando recursos del servidor y 
anchos de banda. Esta fue una de las innovaciones de esta etapa más 
importante, ya que es la que posteriormente se ha ido reforzando a lo 
largo de los años. 
 Web semántica: es un nuevo concepto de desarrollo que pretende dar a 
las web un nuevo contenido, este contenido no es para los usuarios, 
sino para dar información adicional al contenido que ahí en ellas, para 
mejorar el procesamiento automático por parte de las maquinas 
 
Todos estos cambios hicieron, que tanto los desarrolladores como los 
administradores de sistemas, nuevas formas de cómo hacer frente a toda esta 
cantidad de peticiones realizadas de forma simultánea y todos y desarrollar 
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arquitecturas bien planificadas en las cuales hablaremos en capítulos 
posteriores. 
1.3. Web 3.0 
La web 3.0 es un término que empezó a utilizarse en 2006 y está fuertemente 
relacionado con la inteligencia artificial, la web semántica y la web 3D. 
 
Este término surgió de la necesidad tratar la cantidad de datos que empezaron a 
generarse a partir de la web 2.0 y qué hacer con ellos.  Se debía que encontrar una 
forma eficaz de tratar toda esta información que se estaba generando y dar un uso. 
Para ello la única forma eficaz que encontraron fue aplicar inteligencia artificial, para 
catalogar y clasificar esta información, pero esto era muy complicado, si las web no 
aplicaban unos estándares para facilitar esta tarea. A partir de este momento la web 
semántica cobró gran importancia. 
 
Esta nueva versión de web 3.0 facilitó la accesibilidad de las personas a la 
información, uno de los grandes interesados en esta nueva etapa es el gigante google, 
ya que le permite dar resultados exactos gracias al análisis de los datos generados por 
los usuarios. Guardando un registro de búsquedas este podrá conseguir resultados 
que más se adecuan a sus necesidades en búsquedas futuras. 
 
Este nuevo concepto está muy asociado a la  personalización del contenido, ya que 
estamos en un momento en el cual tenemos un exceso de información, se trata 
de dar al usuario la información que realmente quiere y evitar dar contenidos 
irrelevantes para él. 
La web 3.0 pretende extender su uso más allá de las personas, si no dotar de 
mecanismos para que su información se consumida tanto por usuarios como 
por otras aplicaciones. 
Otro punto importante en esta etapa es la aparición de tecnologías de 
renderizado 3D, dotando a los navegadores de nuevas posibilidades en cuanto 
al desarrollo de aplicaciones. Esto permite extender el uso de las aplicaciones, 
que hasta ahora estaban limitadas a sistemas operativos y aplicaciones 
nativas, pasan a ser accesibles por todos los usuarios sin importar el 
dispositivo ni sistema operativo. 
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1.4. Script de Vagrant 
1.5. node.sh 
#!/bin/bash 
 
echo "Adding add-apt-repository command" 
apt-get install -y python-software-properties >> /vagrant/app/logs/vagrant.log 
 
echo "Adding PPA for Node.js" 
add-apt-repository ppa:chris-lea/node.js >> /vagrant/app/logs/vagrant.log 
 
echo "Updating packages" 
apt-get update >> /vagrant/app/logs/vagrant.log 
 
echo "Installing Node.js and NPM" 
apt-get install -y nodejs >> /vagrant/app/logs/vagrant.log 
 
echo "Installing Bower with NPM" 
npm install -g bower >> /vagrant/app/logs/vagrant.log 
 
echo "Installing Less with NPM" 
npm install -g less >> /vagrant/app/logs/vagrant.log 
 
echo "Installing Uglify with NPM" 
npm install -g uglify-js >> /vagrant/app/logs/vagrant.log 
npm install -g uglifycss >> /vagrant/app/logs/vagrant.log 
 
echo "Installing CoffeeScript with NPM" 
npm install -g coffee-script >> /vagrant/app/logs/vagrant.log 
 
echo "Installing PhantomJS with NPM" 
apt-get install phantomjs >> /vagrant/app/logs/vagrant.log 
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1.6. git.sh 
#!/bin/bash 
 
echo "Installing GIT" 
apt-get install -y git >> /vagrant/app/logs/vagrant.log 
 
echo "Installing GIT pre-commit hook" 
cat << 'EOF' > /vagrant/.git/hooks/pre-commit 
 
FILES_PATTERN='\.(js|coffee|php)(\..+)?$' 
 
FORBIDDEN='console.log' 
git diff --cached --name-only | \ 
   grep -E $FILES_PATTERN | \ 
   GREP_COLOR='4;5;37;41' xargs grep --color --with-filename -n $FORBIDDEN && 
echo 'COMMIT REJECTED Found "console.log" references. Please remove them 
before committing' && exit 1 
 
FORBIDDEN='<<<<<' 
git diff --cached --name-only | \ 
   grep -E $FILES_PATTERN | \ 
   GREP_COLOR='4;5;37;41' xargs grep --color --with-filename -n $FORBIDDEN && 
echo 'COMMIT REJECTED Found "<<<<<" references. Please remove them before 
committing' && exit 1 
 
FORBIDDEN='>>>>>' 
git diff --cached --name-only | \ 
   grep -E $FILES_PATTERN | \ 
   GREP_COLOR='4;5;37;41' xargs grep --color --with-filename -n $FORBIDDEN && 
echo 'COMMIT REJECTED Found ">>>>>" references. Please remove them before 
committing' && exit 1 
 
exit $? 
EOF 
chmod +x /vagrant/.git/hooks/pre-commit 
1.7. ubuntu.sh 
#!/bin/bash 
 
echo "Set server locale" 
locale-gen en_US >> /vagrant/app/logs/vagrant.log 
update-locale LANG=en_US 
export LANG=en_US.UTF-8 
 
echo "Update packages" 
apt-get update >> /vagrant/app/logs/vagrant.log 
apt-get upgrade -y >> /vagrant/app/logs/vagrant.log 
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