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Resumen
La representación mediante espacios de estados es un
elemento central en los cursos sobre inteligencia artifi-
cial simbólica. Las prácticas de programación resultan
muy importantes para la asimilación de este concep-
to. En este trabajo presentamos un software orientado
a objetos en Java diseñado para facilitar la asimilación
del concepto de espacio de estados y lo comparamos
con las clases proporcionadas para la misma tarea en
el software aima-java. A continuación se resumen las
ventajas e inconvenientes de ambas propuestas, así co-
mo la evaluación realizada sobre un grupo de alumnos.
Abstract
State-space representations are a key element in sym-
bolic artificial intelligence courses. Programming as-
signments are important for students learning this con-
cept. This paper presents an object-oriented Java soft-
ware designed to facilitate learning of the state-space
concept. This is compared with the classes provided
by the aima-java software for the same task. This work
also summarizes pros and cons of both software fra-
meworks, and presents an evaluation over a group of
students.
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1. Introducción
En este trabajo abordamos diversas cuestiones rela-
cionadas con la realización de prácticas de programa-
ción de espacios de estados y resolución de problemas
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en asignaturas de inteligencia artificial. Si atendemos
al Computer Science Curricula 2013 (CSC2013) [3], la
materia que nos ocupa se encuentra en el área de cono-
cimiento «Intelligent Systems», con un número de 10
horas Core-Tier2, que se mantiene desde la edición de
2001. Más concretamente, los «espacios de problema»
y la «resolución de problemas mediante búsqueda» se
encuentran en el bloque «Basic Search Strategies» (p.
122), con 4 horas Core-Tier2, junto con otros temas
relacionados como los juegos de dos jugadores o la sa-
tisfacción de restricciones. En las programaciones do-
centes que se presentan como ejemplo en el CSC2013
el número de horas dedicadas a este bloque varía entre
2,5 y 18. El libro de texto recomendado como prime-
ra opción en todos ellos es «Artificial Intelligence. A
modern approach» (AIMA) [5], que dispone de imple-
mentaciones en código abierto en diversos lenguajes
(Java, Phyton y Lisp) de la mayoría de los algoritmos
descritos en el libro.
Se trata por tanto de una materia central en cual-
quier curso introductorio sobre inteligencia artificial.
En la ETSI Informática de la Universidad de Málaga
esta materia se cubre en la asignatura «Sistemas Inteli-
gentes», obligatoria en segundo curso en los grados de
Ingeniería de Computadores, Ingeniería del Software,
e Ingeniería Informática. La resolución de problemas
también es un tema central en la asignatura «Inteligen-
cia Artificial para Juegos», ofertada como optativa en
los tres grados para alumnos de tercer y cuarto cur-
so. Durante la elaboración de los nuevos grados se eli-
gió Java como lenguaje de programación para ambas
asignaturas, al estimarse que sería el más familiar para
los alumnos de segundo curso. La experiencia descrita
en este trabajo se centra por tanto en dicho lenguaje,
si bien algunas de las cuestiones suscitadas son hasta
cierto punto independientes del mismo.
Muchos textos docentes de IA inician al alumno en
los conceptos de representación y búsqueda resolvien-
do problemas en entornos conocidos, observables, de-
terministas y de un solo agente. Bajo estas suposicio-
nes se hace posible la elaboración de planes (secuen-
cias de acciones), con la seguridad de que su ejecución
posterior tendrá siempre los efectos esperados. Dicho
de otro modo, resolver el problema pasa por encontrar
una secuencia de acciones que transforme la situación
inicial en otra objetivo. Ejemplos como el puzzle-8 o
los mundos de bloques son ubicuos en la literatura pa-
ra este tipo de entornos [5][2][1][4].
Las tres representaciones más habituales en este
contexto son:
• Mediante un grafo abstracto, donde la estructura
interna de cada nodo es desconocida para el al-
goritmo resolutor del problema. Estos problemas
pueden ser resueltos por algoritmos de búsqueda
en grafos como amplitud, BID, A* o IDA*.
• Mediante un vector de variables, cuyas restriccio-
nes y valores posibles son accesibles al algoritmo
resolutor del problema.
• Mediante lenguajes declarativos basados en la ló-
gica de predicados.
Dichas representaciones se denominan en AIMA
atómicas, factorizadas y estructuradas respectivamen-
te (p.57). Desde un punto de vista práctico, la primera
es la que require un mayor esfuerzo de programación.
Los algoritmos de búsqueda que la utilizan requieren
operaciones sobre los estados para consultar si un es-
tado es final así como sus sucesores (es decir, aque-
llos estados directamente accesibles mediante una úni-
ca acción) y, en algunos casos, el coste de una tran-
sición, o una estimación heurística del coste restante
para alcanzar el estado final. La construcción de clases
y métodos que implementen esta representación que-
da en manos del programador. El enfoque basado en
la lógica, por el contrario, pasa idealmente por definir
lenguajes declarativos que permitan describir de mane-
ra homogénea (usando fórmulas de la lógica) cualquier
espacio de estados sin necesidad de programar. En el
caso de la satisfacción de restricciones la representa-
ción emplea variables, valores y restricciones de uso
común que se pueden expresar fácilmente, si bien las
restricciones específicas de muchos problemas deben
programarse también explícitamente.
En este trabajo analizamos la representación basada
en grafos abstractos, que es normalmente la primera
que suele estudiarse.
La organización de las prácticas de programación es
un problema en el que intervienen muchos factores, co-
mo el número de horas a dedicar tanto a la teoría como
a la práctica, la intensidad de la programación en las
prácticas, los objetivos concretos a perseguir o la ex-
periencia en programación de los alumnos. No existe
por tanto una solución universal. Una alternativa sen-
cilla es dejar completamente en manos del alumno la
programación tanto de los espacios de estados como de
los algoritmos de búsqueda. Otra alternativa, que per-
mite guiar mejor el trabajo del alumno, es proporcionar
un marco de trabajo software (software framework) o
más concretamente una arquitectura de aplicación (ap-
plication framework). En este trabajo proponemos una
de estas arquitecturas con objeto de iniciar una refle-
xión sobre distintos aspectos de la misma, señalando
sus ventajas e inconvenientes, y describir nuestra ex-
periencia. Más concretamente, comparamos la arqui-
tectura proporcionada por el proyecto aima-java con
nuestra propuesta.
Ambas propuestas proporcionan tanto la arquitectu-
ra para la definición de espacios de estados como los
algoritmos de búsqueda necesarios para resolver pro-
blemas. El diseño de estos es relativamente indepen-
diente. Nos centraremos aquí exclusivamente en la par-
te dedicada a la definición de espacios de estados.
La sección 2 introduce algunas reflexiones sobre los
conceptos de problema y espacio de estados. Las sec-
ciones 3 y 4 describen las dos arquitecturas de aplica-
ción analizadas. En la sección 5 se presentan algunas
reflexiones sobre ambas arquitecturas. Una evaluación
preliminar de su uso en el aula aparece en la sección 6.
Por último se presentan algunas conclusiones y traba-
jos futuros.
2. Espacios de estados y represen-
tación de problemas
En la tercera edición de AIMA [5] (más conocido
como AIMA3e) se propone una definición formal de
problema basada en los siguientes elementos (p. 66):
• Un estado inicial.
• La descripción del conjunto de acciones disponi-
bles para el agente, accesibles a través de una fun-
ción ACTIONS(s) aplicable a un estado s.
• Una descripción de lo que hace cada acción (for-
malmente, el modelo de transición) especificada
por una función RESULT (s, a) aplicable a un
estado s y una acción a.
• Una prueba para determinar si un estado dado es
objetivo o no.
• Una función de coste de caminos que asigna un
coste numérico a cada camino.
Los autores aclaran, en una nota al pie, que ante-
riores ediciones de AIMA así como otros autores uti-
lizan una función sucesor en lugar de las funciones
ACTIONS y RESULT , ya que la primera hace di-
fícil describir «un agente que sabe qué acciones pue-
de probar, pero no lo que consiguen». Se refieren, por
tanto, al caso de entornos desconocidos (p. 44), o más
precisamente a casos en los que el agente no conoce
las «leyes físicas» del entorno. Se citan como ejemplos
un nuevo videojuego en el que no sabemos qué hacen
los botones hasta que los probamos, o una persona que
empieza a jugar al póker sin conocer las reglas.
En nuestra experiencia, una de las dificultades ha-
bituales del alumno a la hora de realizar una formali-
zación es la dificultad para distinguir entre la resolu-
ción de una instancia de problema concreta y la con-
cepción abstracta de un espacio de estados. Por este
motivo introducimos en la medida de lo posible am-
bos conceptos de manera separada. La formalización
de un espacio de estados persigue la caracterización
de un determinado aspecto del mundo: tanto las situa-
ciones en que se puede encontrar, como las acciones
que se pueden realizar en el mismo y los efectos que
tendrán. Una vez acotada la parcela formalizada del
mundo se puede introducir el concepto de problema:
pasar de una situación dada a otra deseada (conocida
o no, pero reconocible). De este modo intentamos evi-
tar un error recurrente en muchos alumnos: formalizar
el espacio de estados pensando únicamente en cómo
resolverían ellos una instancia de problema concreta.
Concretamente, un espacio de estados vendrá definido
por:
• Un conjunto de estados, que representan todas las
situaciones posibles en que puede encontrarse una
determinada parcela del mundo.
• El conjunto de acciones disponibles para el agente
y que le permiten pasar de un estado a otro. Ca-
da una de ellas viene caracterizada por una des-
cripción de su precondición (es decir, cuándo es
aplicable) y otra de sus efectos (es decir, los cam-
bios que produce en el estado del mundo). Para su
implementación optamos por la función sucesor.
Opcionalmente, cada acción puede tener un coste
asociado.
Conceptualmente, un agente tiene un problema
cuando se encuentra en un estado, pero desearía en-
contrarse en otro. Para un mismo espacio de estados
pueden definirse muchas instancias de problema, defi-
nidas por:
• Un estado inicial.
• Una condición objetivo que determina qué esta-
dos quieren alcanzarse.
3. El software aima-java
El software aima-java se encuentra disponible ac-
tualmente a través de GitHub 1. En este trabajo nos
referiremos a la versión 1.7.0-Chp4-Complete, que es
la última disponible en la página de descargas. Se tra-
ta de un conjunto de proyectos Java que incluyen la
programación de diversos algoritmos y representacio-
nes utilizados en inteligencia artificial. Concretamente,
1https://github.com/aima-java/
el proyecto denominado aima-core contiene la imple-
mentación de numerosos algoritmos descritos en AI-
MA3e. Entre ellos se encuentran las clases y métodos
para la representación de problemas, y algoritmos de
búsqueda tales como A*.
3.1. Clases y métodos
La figura 1 muestra el diagrama de clases del pro-
yecto aima-core necesarias para programar el espacio
de estados del N-puzzle. Por simplicidad no mostra-
mos las clases relativas a la implementación de los al-
goritmos de búsqueda. Se trata de un conocido puz-
le correspondiente a un entorno observable, conocido,
determinista y de un sólo agente. La representación uti-
lizada para resolver este problema con A* suele ser un
grafo abstracto.
El paquete aima.core.environment.eightpuzzle con-
tiene 5 clases, de las cuales al menos 4 son necesarias
para poder resolver el problema (EightPuzzleBoard,
EightPuzzleFunctionFactory, EightPuzzleGoalTest y
uno de los heurísticos ManhattanHeuristicFunction o
MisplacedTilleHeuristicFunction). Estas clases utili-
zan clases y/o interfaces de otros cuatro paquetes:
• Del paquete aima.core.agent la interfaz Action.
• Del paquete aima.core.agent.impl la clase Dyna-
micAction.
• Del paquete aima.core.util la clase XYLocation.
• Del paquete aima.core.search.framework las in-
terfaces ActionsFunction, ResultFunction, Goal-
Test y HeuristicFunction, y la clase Problem.
Para resolver el problema pueden utilizarse las cla-
ses incluidas en el paquete aima.core.search.informed
(por ejemplo, AStarSearch si se desea utilizar el algo-
ritmo A*) o en aima.core.search.uninformed.
3.2. Ejemplo de uso
El cuadro 1 (arriba) muestra el código necesario pa-
ra resolver el problema empleando el algoritmo A*.
Cuantitativamente, se deben programar 4 clases, utili-
zar otras 8 clases o interfaces de 4 paquetes diferentes,
instanciar 7 objetos y realizar 3 llamadas a métodos.
4. Propuesta software
El software propuesto se ha desarrollado y utilizado
en los dos últimos cursos académicos para algunas de
las prácticas de la asignatura «Inteligencia artificial pa-
ra Juegos». Su origen está en el software desarrollado
para la asignatura de inteligencia artificial del anterior
plan de estudios, en la que se utilizaba como lengua-
je de programación Common Lisp. Se encuentra dis-
Figura 1: Diagrama de clases para la implementación del espacio de estados del N-puzzle en el framework aima-
java.
s t a t i c E i g h t P u z z l e B o a r d p8 = new E i g h t P u z z l e B o a r d ( new i n t [ ] { 1 , 4 , 2 , 7 ,
5 , 8 , 3 , 6 , 0 } ) ;
Problem p = new Problem ( p8 , E i g h t P u z z l e F u n c t i o n F a c t o r y . g e t A c t i o n s F u n c t i o n ( ) ,
E i g h t P u z z l e F u n c t i o n F a c t o r y . g e t R e s u l t F u n c t i o n ( ) , new E i g h t P u z z l e G o a l T e s t
( ) ) ;
S ea r c h s e a r c h = new A S t a r S e a r c h ( new GraphSearch ( ) , new
M i s p l a c e d T i l l e H e u r i s t i c F u n c t i o n ( ) ) ;
Sea rchAgen t a g e n t = new SearchAgen t ( p , s e a r c h ) ;
p r i n t A c t i o n s ( a g e n t . g e t A c t i o n s ( ) ) ;
P u z z l e s = new P u z z l e ( 3 , 3 ) ;
ProbPuzzleH0 prob lema = new ProbPuzzleH0 ( s ) ;
L i s t < Puzz le > s o l u c i o n = prob lema . aMono ( ) ;
Cuadro 1: Creación y resolución de una instancia de problema con el software aima-java (arriba) y con el software
propuesto (abajo).
Figura 2: Diagrama de clases para la implementación
del espacio de estados del N-puzzle en el framework
propuesto.
ponible como código abierto2. La figura 2 muestra el
diagrama de clases del framework propuesto.
4.1. Clases y métodos
Nuestra propuesta define un paquete EspacioDeEs-
tados donde se encuentran 2 clases abstractas relevan-
tes para la definición de un nuevo espacio de estados:
2https://github.com/lawrencecode/sia-java
• Estado. Incluye los métodos para la representa-
ción del espacio de estados: hijos (la función su-
cesor), toString y, en su caso, coste.
• Problema. Incluye los métodos que definen una
instancia de problema: establecerInicial, esFinal
y, en su caso, h (el heurístico). En esta clase abs-
tracta están definidos algunos de los métodos ha-
bituales para la resolución de problemas: ampli-
tud, backtrack acotado, BID y A*. De este mo-
do, cualquier subclase de Problema heredará es-
tos métodos, y sus instancias podrán ser resueltas
llamando al método elegido.
La utilización de clases abstractas en lugar de inter-
faces permite proporcionar código a los alumnos. Por
ejemplo, cualquier implementación eficiente de algo-
ritmos como amplitud o A* precisa del uso de tablas
hash para el control de estados repetidos. Por ello siem-
pre deben definirse los métodos equals y hashCode pa-
ra cada nueva clase de estados. La clase Estado propor-
ciona una implementación genérica de estos métodos,
siempre y cuando los alumnos definan el método toS-
tring de modo que a estados diferentes le correspon-
dan cadenas diferentes. Esto debería permitir concen-
trar aún más la atención del alumno en la programa-
ción de los métodos hijos, esFinal, h y coste. Si más
adelante se considera necesario, pueden definirse mé-
todos equals y hashCode específicos para cada clase.
Algunos alumnos realizan esta tarea espontáneamente.
Uno de los ejemplos que se proporcionan con el
código es también el del N-puzzle. Un ejercicio in-
teresante es intentar resolver el problema empleando
distintas funciones heurísticas. Entre ellas destacamos
h(n) = 0, el número de piezas descolocadas, la distan-
cia Manhattan y el uso de bases de datos de patrones.
El software proporciona la implementación del prime-
ro y el último, ya que habitualmente la programación
de los otros dos se propone a los alumnos. Una ventaja
es que se puede definir una clase básica ProbPuzzleH0
con el heurístico nulo, de modo que las siguientes apro-
vechen el mecanismo de herencia y sólamente deban
redefinir el método correspondiente al heurístico.
4.2. Ejemplo de uso
El código mostrado en el cuadro 1 (abajo) mues-
tra cómo puede crearse y resolverse una instancia de
problema. Cuantitativamente, el alumno debe utilizar
2 clases de un mismo paquete, instanciar 2 objetos
y realizar una única llamada al método que resuelve
el problema. El método aMono corresponde al algo-
ritmo A* (suponiendo heurístico monótono). La lista
solucion contendrá el camino solución. Comparativa-
mente, la cantidad de elementos software que deben
programarse y emplearse es mucho menor que la mos-
trada en la sección 3.2 para aima-java.
5. Comparativa
Aún sirviendo una misma finalidad, las dos arqui-
tecturas de aplicación analizadas presentan caracterís-
ticas muy diversas. Las de aima-java provienen de la
caracterización concreta del concepto de problema ya
señalada en la sección 2, así como de la precisión adi-
cional al distinguir entre la función de acciones y la
de resultados. Además, en aima-java la clase Eight-
PuzzleBoard no tiene en principio relación con la clase
Problem. La arquitectura define una interfaz para cada
operación necesaria sobre los estados. El problema se
construye a partir de las diversas clases, programadas
por el alumno, para implementar estas interfaces. Las
operaciones están definidas sobre objetos de la clase
Object, por lo que el programador debe realizar un cas-
ting al comienzo de cada una a la clase de estados con-
creta. Nótese que la función heurística no forma parte
de la clase Problem, sino que se proporciona directa-
mente al algoritmo de búsqueda. La clase EightPuzzle-
FunctionFactory implementa un patrón de diseño Fac-
tory. Finalmente, podemos destacar que para la resolu-
ción de distintas instancias de problemas es necesario
proporcionar nuevamente todos los elementos del es-
pacio de estados a la nueva instancia de Problem.
En el caso del software propuesto, la clase que de-
fine los estados hereda directamente de la clase Esta-
do. En ella se establece como método obligatorio hijos
(que implementa la ya mencionada función sucesor).
Para la resolución de problemas se pueden definir sub-
clases de la clase Problema, parametrizadas con la cla-
se de estados adecuada. En ellas se define obligatoria-
mente el método esFinal (que implementa la condición
objetivo), así como la función heurística empleada. A
continuación se pueden crear instancias de problema
estableciendo únicamente el estado inicial.
Otra diferencia notable entre ambas alternativas es el
tratamiento de los algoritmos de búsqueda. En el caso
de aima-java existe una clase para cada algoritmo, que
debe ser instanciado para poder resolver el problema.
En el software propuesto cada algoritmo es un método
de la clase abstracta Problema y puede ser invocado
para resolver cualquier instancia.
6. Opiniones de los alumnos
Respecto a la evaluación en el aula, se realizó una
encuesta voluntaria y anónima entre los alumnos de la
asignatura «Inteligencia Artificial para Juegos» (opta-
tiva de 3o y 4o, en la que se usa el software propuesto),
que a su vez ya hubiesen cursado la asignatura «Siste-
mas Inteligentes» (obligatoria de 2o, en la que se usa el
software aima-java).
El primer dia de clase se presentó una encuesta a
los alumnos pidiéndoles, entre otras cosas, que evalua-
ran su experiencia previa con el software de AIMA en
la asignatura «Sistemas Inteligentes». Dicha encuesta
fue completada por 21 alumnos. El último dia de cla-
se, se presentó nuevamente una encuesta a los alum-
nos, pidiéndoles en esta ocasión que evaluaran su ex-
periencia con el software propuesto y valorasen cuál de
los dos encontraban más intuitivo. Esta fue realizada
por 16 alumnos. El cuadro 2 muestra la distribución de
las preguntas y respuestas sobre facilidad de uso, ob-
servándose claramente que el software propuesto fue
mejor valorado por los alumnos. El cuadro 3 muestra
los resultados de una pregunta directa sobre las prefe-
rencias de los alumnos, que se realizó a final de cur-
so. Ninguno de ellos manifestó su preferencia por el
software aima-java, 3 de ellos consideraron indiferen-
te usar uno u otro, y 11 manifestaron algun grado de
preferencia por el software propuesto.
El cuadro 4 recoge algunos de los motivos manifes-
tados por los alumnos para su preferencia por el soft-
ware propuesto.
7. Conclusiones y trabajo futuro
En este trabajo partimos de la premisa de que el con-
cepto de representación y su formalización mediante
espacios de estados deben ser elementos centrales en
una asignatura de inteligencia artificial simbólica. Por
ese motivo, consideramos muy importante su asimila-
ción mediante el desarrollo de prácticas adecuadas.
El tiempo suele ser un recurso escaso en las asigna-
turas introductorias de IA, que deben tradicionalmen-
te abarcar muy diversas representaciones, métodos y
aplicaciones. El software aima-java proporciona una
formalización de los espacios de estados en la que se
distinguen las funciones de acciónes y resultados. Es-
Pregunta (a). Evalúa la dificultad para aprender a utilizar las demos proporcionadas por el software (Puzzle-8):
Pregunta (b). Evalúa la dificultad para aprender la funcionalidad de las clases propuestas:
Pregunta (c). Evalúa la facilidad para programar nuevas aplicaciones utilizando dichas clases:
Pregunta (d). Evalúa la calidad resultante de las aplicaciones programadas con el software
(valora de 1 a 5, siendo 1 la peor calidad):
Cuadro 2: Resultados de la encuesta (preguntas (a)-(d)).
Pregunta (e). Valora qué software te parece más intuitivo para organizar y programar espacios de estados
(1 - Mejor el software proporcionado en la asignatura; 3 - Diferentes, pero ninguno mejor que otro;
5 - Mejor el software aima-java):
Cuadro 3: Resultados de la encuesta (pregunta (e)).
Mucho más legible y fácil de utilizar.
Más flexible. AIMA no lo utilizaría en aplicaciones futuras.
Es más fiel a los contenidos en clase.
Es mucho más abarcable y fácil de entender.
Te anima más a aprender y «trastear».
Cuadro 4: Algunos motivos por los que los alumnos dijeron preferir el software propuesto frente a aima-java.
to puede permitir reutilizar algunas interfaces y clases
en prácticas de temas posteriores, aunque incrementa
considerablemente el número de interfaces y clases a
tener en cuenta para programar un espacio de estados.
La elección de aima-java hace necesario valorar has-
ta qué punto es beneficioso para el alumno aprender a
utilizar las clases proporcionadas en aima-java para la
programación de espacios de estados y en qué grado se
podrían reutilizar en otras prácticas de la asignatura.
El software propuesto, por el contrario, introduce los
conceptos de espacio de estados y problema de una ma-
nera separada, permitendo asimilar mejor la diferencia
entre ambos conceptos. La arquitectura de aplicación
es también más sencilla, permitiendo al alumno desa-
rrollar nuevos programas con la definición de pocos
métodos en dos únicas clases. La evaluación realizada,
aunque preliminar, muestra claramente que el software
propuesto es más fácil de entender para los alumnos y
les motiva más para la realización de las prácticas de
programación de espacios de estados. Estas incluyen
normalmente la programación de tres nuevos espacios
de estados (dos nuevos puzles y mapas de videojuego).
Normalmente la mayor curva de aprendizaje im-
puesta por la utilización de un framework se compen-
sa cuanto más crece el trabajo de desarrollo. Por ese
motivo será conveniente, antes de plantear las prácti-
cas, evaluar cuidadosamente el tiempo disponible para
las mismas, así como su intensidad en programación
por parte de los alumnos. Posiblemente proporcionar
un framework es una buena manera de organizar y es-
tructurar las prácticas, si bien siempre existirá un com-
promiso entre la generalidad del marco propuesto y la
sencillez de uso del mismo.
Respecto a los trabajos futuros, debemos mencionar
que las implementaciones eficientes del N-puzzle nor-
malmente no utilizan arrays para representar los es-
tados. Aunque no es habitual a nivel introductorio, se
puede proporcionar una representación más eficiente
que permita resolver puzles de tamaños mayores. Otra
línea de trabajo interesante es la ampliación de esta ar-
quitectura de aplicación para la programación de jue-
gos con adversario y prácticas de aprendizaje por re-
fuerzo.
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