An Obligation is an expression of non-functional or cross-cutting requirements, the scope of which transcends any specific service, but for which the service bears an enforcement responsibility. Example use cases include regulations imposed on handling of Electronic Health Records. We describe the concept of an Obligation, provide example use cases, and then define a general design pattern for when a REST developer should consider their use. We then describe a proof-of-concept implementation that extends the Spring Security framework to support the assertion of Obligations within a RESTful service deployment. This extension may be used to inject a range of Obligation behaviors into a REST service during the design, deployment, and post deployment phases. Our prototype is compatible with the XACML 3.0 core standard.
INTRODUCTION
An Obligation is an expression of a non-functional or a crosscutting requirement. It identifies processing conditions or processing operations that must be performed, and that are specifically orthogonal to the primary task of generating the representation of the resource that has been requested by the user. Obligations define a supplementary policy enforcement that must be fulfilled by a service, usually in conjunction with satisfying the user request. An Obligation may be associated with a particular resource, or it may be associated with a specific user authorization policy. A simple example of an Obligation is a requirement to notify the owner of a resource (perhaps via email) whenever that resource has been accessed by another user. Another example of an Obligation is a requirement to redact sensitive elements from the representation of a resource before returning the requested resource to a member of a particular group.
These Obligations represent policy requirements imposed upon a service that are supplementary to the core business logic for that service, and are not expressed by traditional security policies such as a role-based access control (RBAC) mechanism [3, 4] . Frequently, these requirements arise out of regulatory compliance, are often unknown at application design time, and can only be specified at application deployment time. For example, a service may be deployed in more than one geographic region, and as a result it may be necessary to fulfill a different set of Obligations, based upon the compliance requirements imposed by each jurisdiction.
In summary, an Obligation is an expression of non-functional requirements the scope of which transcends any specific service, but for which the service bears an enforcement responsibility. The challenge facing the REST developer is how best to accommodate these requirements, while avoiding tangling their services' core business logic with the processing steps necessary to fulfill the (potentially late-bound) Obligations. It is this problem we endeavored to solve by building an Obligation extension for the Spring Security Framework.
A Motivating Use Case
As our motivating use case, consider the example of a hypothetical REST service that is used to maintain Electronic Health Records (EHR). Obviously, one would expect that such an application must include the traditional security controls such as authentication, authorization, and audit (AAA). Users should only be permitted to access the system after they have been authenticated. Once authenticated, the users must only be permitted access to the information for which they have specifically been authorized, such as being able to view or update their own medical records or the medical records belonging to their spouse, or children. In general, these AAA policy aspects of the problem are well understood, and service developers already have a number of suitable options available when deciding how to implement these requirements, including the Spring Framework [8] and Spring Security [1] . However, in practice, ensuring that such an EHR application operates in compliance with all the applicable legal regulations and policies remains an extremely challenging problem. For example, a regulation might state that the patient's records may be released to a 3rd party, but only on a secure channel, and in a redacted form, and only with an Permission to make digital or hard copies of all or part of this work for personal or classroom use is granted without fee provided that copies are not made or distributed for profit or commercial advantage and that copies bear this notice and the full citation on the first page. To copy otherwise, or republish, to post on servers or to redistribute to lists, requires prior specific permission and/or a fee. '11, March 28, 2011 , Hyderabad, India. Copyright 2011 ACM 978-1-4503-0623-2/11/03…$10.00. appropriate notification to the parent or guardian within 24 hours. These additional policy requirements represent a collection of Obligations imposed on the service that are not well suited to implementation via either the existing security frameworks, or the business logic of the service itself. In general, these enterprise policies and government regulations often imply requirements for complex policy decision and enforcement that goes beyond a simple "Permit" or "Deny" access decision, and is likely to lead to inappropriate tangling of core business logic with the nonfunctional requirements.
WS-REST
What is needed is a developer framework that makes it simple to manage these complex requirements in REST service implementations.
A CONCEPTUAL MODEL FOR OBLIGATIONS
While the concept of Obligations has been discussed in the literature [12] as early as 1994, we are not aware of any widely adopted implementations. Among other factors, this may be due to the lack of agreement on the appropriate conceptual model. Our work was based upon the definition of Obligations provided in the XACML 3.0 core specification, published by the OASIS XACML Technical Committee [11] . This model describes the major actors in the XACML domain as well as the associated data flow interactions between them. In particular, the model identifies the Policy Administration Point (PAP), the Policy Information Point (PIP), the Policy Decision Point (PDP), and the Policy Enforcement Point (PEP) among the required actors. In addition, XACML specifically defines an Obligation as an operation that should be performed by the PEP, in conjunction with the enforcement of an authorization decision made by the PDP. In other words, the Obligation augments the interface contract between the PDP and the PEP. Rather than the protocol between the PDP and the PEP being limited only to a Boolean response code, .e.g. access is either "Permit" or "Deny", the PDP may instead return some supplementary information to the PEP, in addition to the actual access decision, in the form of an Obligation. In effect, the PDP is capable of replying to the PEP with a response such as: "Permit, and in addition fulfill the indicated Obligation(s)". Or, alternatively: "Deny, and in addition fulfill the indicated Obligation(s)".
The Obligations themselves are defined in terms of a unique identifier (e.g., a URI) and may be associated with an arbitrary collection of strongly typed attributes.
1 According to this model, the PEP is required to enforce the access control decision adjudicated by the PDP, and in addition, it must be capable of fulfilling the identified Obligation(s), or else it must deny access (even if the access control decision was to permit).
A typical processing flow is illustrated in Figure 1 . An administrator working at a PAP defines an access control policy (1) which includes Obligations. At some later time, those policies are transferred to a PDP (2, 3) . This could happen, for example, during startup and initialization of the PDP service, or perhaps on an on-demand basis.
In either case, the PDP has been appropriately configured to adjudicate the required policy definitions, including the Obligations. At some later time, a user makes a GET request for a resource (4) . The PEP will intercept the user's request and query the PDP for an access control decision (5) . The PDP will adjudicate the decision, and in addition to the expected Boolean response of "Permit" or "Deny", it will also return one or more Obligation assertions (6) . The PEP is required to fulfill the indicated Obligations, and also enforce the access control decision returned by the PDP. While performing the processing operations required to fulfill the Obligations, the PEP may also need to query the PIP. As noted, an Obligation assertion may include additional metadata in the form of a set of strongly typed attributes. These attributes may be thought of as parameters or input arguments that are needed during the Obligation fulfillment. If necessary, the PEP can query the PIP to obtain the values of these inputs (7). Recalling our earlier EHR example, the obligation to notify the patient's parent or guardian within a certain timeframe could be parameterized via an integer attribute that represents the timeframe within which notification must occur, i.e. within 24 hours. Finally, the PEP will fulfill the indicated Obligations -by redacting the indicated parts of the requested resource, queuing a notification message for delivery within the specified time, etc. -and then ultimately returning the requested resource to the user (9).
Finally, it is important to note that the Obligation construct not only extends the interface contract between the PDP and the PEP, it also extends the semantic contract between the PEP and the PAP. The PAP will define Obligations through the use of opaque identifiers, and the PEP must be capable of dereferencing the identifier and understanding how to fulfill the indicated Obligation. Any semantic gap will result in a failure to achieve the intended policy enforcement.
OTHER USE CASES FOR OBLIGATIONS
In addition to the EHR use case already discussed, the authors have identified many other common use cases for implementing Obligations in REST services and applications. Beyond the domain of Governance, Risk and Compliance (GRC), we have inventoried use cases in real-time security operations management, resource management, RESTful SOA integration, and REST Resource Representation Quality of Service (QOS) management. We describe each of these use cases briefly, below.
Security Operations Management
Among other things, the goal of a security operations team is to maximize their real-time situational awareness. Facilities exist today to perform network-and host-level monitoring and intrusion detection. However, when it comes to the application service layer, no such instrumentation currently exists. Because our approach to Obligation fulfillment is capable of inspecting the internal application state in real time, security operations engineers are able to gain application-level insights into the organization's real-time security posture. By implementing an Obligation fulfillment on a target application, the security operations center can improve their monitoring and controls, specific to a high-risk application or service. After some threshold number of access denied responses have been returned on previous requests, the PDP might instead return a response not only to deny access, but also to fulfill an Obligation to immediately time out an existing user session and lock the account. This enables the security operations team to automate procedures that might otherwise have required manual intervention, improving both effectiveness and efficiency.
Resource Management
Assume a user requests access to some resource. The request is allowed by the PDP, but as a result there is an Obligation to perform some system or application resource maintenance, such as purging old records to free space, or rotating encryption keys, or performing some chargeback reporting, and so on. Of course the original REST service developer has not provided an implementation of any such functions. Rather, the required Obligation Fulfiller code has been configured at deployment time to satisfy these requirements.
Hybrid RESTful-SOA Integration
Applications and services implemented in a RESTful architectural style are often required to coexist and interoperate with legacy systems, such as those employing SOAP-based [6] interfaces. Consider, for example, a deployment in which a RESTful service must contact a back-end legacy system in order to collect some additional data, before constructing the representation of the requested resource. In this case, the addressable resource is being returned by a service that is serving as an intermediary, or proxy. Before attempting to contact the remote system, the first system may contact a PDP to check authorization. The remote request may be allowed by the PDP, but the first system, serving as an intermediary, has an Obligation to modify the security context before accessing the remote resource (i.e. to do a "RunAs" when accessing the target service) and/or to modify the specified HTTP headers in either the request or the response stream. The response from the PDP can contain appropriate Obligation assertions and the intermediary must fulfill these Obligations before propagating the request to the target service endpoint. This application of Obligations enables dynamic control of the service fabric: rather than relying only upon a statically configured deployment at the intermediary, the Obligations represent the required trust relationships dynamically, and provide considerable flexibility in a complex distributed deployment, yet can still be centrally managed.
REST Resource Representation QOS Management
The requested resource is allowed, but the response stream should be modified as specified by the Obligation. Possible scenarios include inserting a digital watermark in the representation, appending legal terms and conditions to the content representation, performing some redaction, adding a digital signature to the response, verifying the digital signature on a resource creation (POST), or to otherwise govern or modify the quality of the response stream as seen by the user.
GENERAL OBLIGATION DESIGN PATTERN
Our efforts to identify and prototype a wide variety of use cases has enabled us to define a general design pattern for Obligations. In this pattern, as with other design patterns, the developer must consider the pattern as a general template. Rather than specifying a prescriptive design solution, the Obligation design pattern is a guide to recognizing a commonly occurring situation in which the solution to the design problem may benefit from the introduction of Obligations. In short, we outline the circumstances when a REST service developer should use Obligations.
Primarily, use of Obligations is indicated whenever there is a requirement for a supplementary policy enforcement action that is application-centric, but not application-specific. That is, the Obligation applies across a domain, and the application would not otherwise have considered the required policy enforcement to be within the scope of its responsibility. However, effective enforcement cannot be achieved in the absence of application involvement. The supplementary enforcement in question may be concurrent with the processing of a specific user transaction, but the enforcement action may be independent of the outcome of the user transaction. Finally, the enforcement requirement may not yet have been known at application design time, but may only have been specified for the first time at deployment time.
METADATA FOR OBLIGATIONS
A discussed, the XACML 3.0 core standard only specifies that an Obligation identifier must be a URN. There is no common registry of well-known identifiers, and there is also no specification for the actions that would be associated with any particular identifier. While the specification does state that Obligations must be characterized as being fulfilled either in the event of a "Permit" decision or a "Deny" decision, there are no other standard metadata properties defined. Unfortunately, more specific information is needed in order to successfully implement Obligations in working code. As part of our efforts to inventory a wide range of use cases, and then design a suitable extension for the Spring Security framework, we analyzed the behavior of many different Obligation Fulfillers.
This analysis led to the identification of six additional properties that are required to characterize the behavior of an Obligation. These properties can be assigned Boolean values, and together serve to sufficiently characterize the Obligation behavior.
Does Obligation fulfillment…
• directly affect the content of the HTTP request? • directly affect the content of the HTTP response?
• need to occur before the associated resource is accessed? • need to occur after the resource has been accessed? • result in any side effects? • need to be synchronous (or asynchronous) with the HTTP response sent back to the user?
Given the combinations of behavior implied by these properties, we were able to design a suitable extension to the Spring Security framework. The design of the framework extension provides the developer with the necessary flexibility to configure Obligation fulfillments along these dimensions. The next section of this paper will discuss the design of the extension in greater detail.
EXTENDING THE SPRING SECURITY FRAMEWORK
The Spring Framework and Spring Security provide simple, powerful mechanisms for developers to externalize configuration aspects of their services and applications in a declarative fashion. Externalization of these configuration aspects simplifies the task of deployment engineers when deploying an application or service in different contexts (such as different legal jurisdictions).
We built a framework to extend Spring Security to support Obligations. This framework defines key artifacts that deployment engineers, policy analysts, Obligation fulfillment engineers need to define the non-functional requirements using Obligations. Lets examine the framework from the point of view of the various types of developer and then examine how the runtime Obligation fulfillment actually works.
Deployment engineers of various sorts (experts in security, experts in government regulations, etc.) use beans.xml to associate Obligation expressions with securable objects (e.g. a URI pattern) as shown below:
<obl:intercept-url pattern="/foo/bar" obligations= "http://www.emc.com/obl/log/demo/log_pt, http://www.emc.com/obl/QOS/modify/insert/t_and_c, http://www.emc.com/obl/contentQOS/redact/xml/pih" /> This declaration associates 3 Obligation expressions (identified by URI) with the securable object defined by the URI pattern "/foo/bar".
In a PAP somewhere, these Obligation URIs need to be declared. We provide two languages for declaring Obligation expressions and mapping Obligation URIs to Obligation expressions. One approach is to use XACML defined syntax to declare the Obligation, for example, MustBePresent="true" /> </AttributeAssignmentExpression> </ObligationExpression> maps the "…/t_and_c" Obligation URI to an Obligation expression involving two attributes. As we describe later, the attribute expressions are resolved at runtime to provide the actual values used to fulfill the Obligation for a particular request.
The other approach to defining Obligation expressions uses a language that is more terse and friendly to the Spring programmer. Both the XACML and Spring-oriented Obligation language are of equivalent expressive power.
Some other engineer, skilled in writing code to fulfill Obligations builds a Java class to fulfill patterns of Obligation expression, for example XML redaction Obligations, or logging style Obligations. These classes are called Obligation Fulfillers because they contain code that fulfills Obligations.
Deployment engineers use Spring to declare and configure beans based on the Obligation Fulfillers classes. These Obligation Fulfillers are automatically registered with any Obligation registry bean declared in the Spring configuration. We will discuss the role of an Obligation Fulfiller registry in the runtime fulfillment of Obligations later in this paper.
When a deployment engineer uses the Obligation extension to Spring Security they are responsible for making sure:
• any Obligation URI they define has a corresponding Obligation expression declared in a PAP
• that the Obligation registry contains an Obligation
Fulfiller that is capable of fulfilling the category of Obligation declared in the Obligation expression • that a PIP has been configured to resolve the attribute expressions declared in the Obligation expression.
The processing of a request is depicted in Figure 2 .
The target servlet is configured to use Spring Security in a typical fashion (1) . Spring Security provides a collection of servlet filters that implement various common security operations such as session management, authentication, authorization, etc. A deployment engineer would configure the Spring Security Filter Chain using Spring configuration. In addition to the typical Security filters, the DelegatingFilterProxy would be configured to include several additional filters defined by our framework.
When a Web request (2) is dispatched to the Spring Security Filter
Chain, it is first processed by a Security Context Persistence Filter (3). We have sub-classed the basic Spring Security behavior of this component, making it capable of dealing with Obligations, specifically it creates a specific subclass of SecurityContext (4) and is configured with a PIP (5) .
The purpose of a SecurityContext is to carry information needed by the other filter components in the chain. Our specialization of Spring Security's SecurityContext allows Obligation information to be contained in the SecurityContext.
Processing of the request continues through other configured security filters (6) .
Typically the last filter in the chain is a Security Interceptor Filter (7). Our framework requires this filter to be configured with a subclass of the Spring Security Access Decision Manager (8) . The basic Spring Security Access Decision Manager interacts with a collection of "decision voters" each of which votes to "Permit" or "Deny" the request. Our framework's specialization can in addition deal with specialized or "Obligation-enhanced" decision voters (9) that interact with a PAP (10) and the securable-object to Obligation URI mapping we discussed previously to make their "Permit" or "Deny" access decision and in addition, assert a set of Obligation URIs onto the SecurityContext (4).
Assuming the access decision was "Permit", processing of the request then passes to a filter core to our framework, the Obligation Fulfiller Filter (11) . The Obligation Fulfiller Filter examines the list of Obligation URIs asserted on the SecurityContext and ensures that there is an Obligation Fulfiller registered in the Fulfiller Registry (12) that is capable of fulfilling the Obligation. Since Obligation Fulfillers are servlet filters, the Obligation Fulfiller Filter dynamically adds the required Obligation Fulfillers to the chain (13). The request processing then passes through the Obligation Fulfillers and those Fulfillers that manipulate the request do their thing.
After the Obligation Fulfillers have processed the request, it is passed along to whatever other servlet filters have been configured and ultimately to the actual target servlet that processes the request (for example a Spring MVC controller that processes REST requests). The response is then processed by the Spring Security Filter Chain, first by passing through the Obligation Fulfillers (13) that manipulate the response if needed, then back through the rest of the Spring Security Filter Chain and ultimately back to the requestor.
RELATIONSHIP OF OBLIGATIONS TO ASPECT ORIENTED PROGRAMMING
Requirements that are orthogonal to the core business logic of a service and must be satisfied at multiple points across a service's implementation are sometimes referred to as cross-cutting concerns.
Common examples of this include logging, transactions, and also security. Developers can often satisfy these cross-cutting concerns through the use of Aspect-Oriented Programming (AOP) techniques [9] . Though Obligations bear some similarity to the concept of an AOP aspect, they differ in both their scope and lifecycle.
An AOP aspect represents a cross-cutting concern that spans many function points across the different modules within a single service. An Obligation represents a cross-cutting concern that spans many different services, across the entire deployment domain. In a sense, an Obligation Fulfiller can be considered analogous to an AOP advice that must be introduced across all of the REST services that are part of a given administrative domain.
In addition, Obligations represent a distinct complement to existing AOP techniques by providing aspect-like behavior entirely through configuration. AOP advice must be introduced at application design time, and requires relatively advanced developer skills and source code-level knowledge. Use of the Obligation extension with Spring Security only requires some relatively routine changes to an application's configuration files, and can be accomplished at deployment time. Thus, from a lifecycle perspective, Obligations provide the capability for release engineers, deployment engineers, security administrators, web site managers, and other non-developers to introduce advice to a service. The user must simply identify the required Obligations via their URLs, and configure the corresponding Fulfiller beans in Spring. In an operational environment these configuration changes may be managed by different actors, through an appropriate workflow, and would be supported via suitable graphical user interface(s).
When Obligations are asserted on resources exposed at the presentation tier, the interception of the user's request is based on the presence of the Spring Security servlet filter chain (described in section 6 above). This approach is sufficient for use cases in which the target resources can be identified via static URL templates, including Obligation assertion on REST resource collections or types, such as an HTTP GET or POST on …/patients. When designing a new service interface, it may be helpful to keep in mind along which axis of the URI template different Obligations may apply.
In contrast, the interception of user requests for REST resource instances, e.g. HTTP GET for …/patients/{patient-id} is best handled at the middle (or "application") tier of the service architecture. Since the patient-id usually cannot be known ahead of time, the intercepts for these Obligations must be configured with respect to the interfaces and/or methods that will render the corresponding REST resource representations (i.e. via Spring MVC, or alternatively via the methods that are decorated with JSR-311 annotations [7] ). Rather than relying upon a servlet filter for the intercept, the fulfillment of Obligations asserted on methods must leverage AOP techniques. The Obligations framework was specifically designed as an extension to Spring Security, and so the approach here is to follow the secure object model defined by Spring Security, i.e. using a methodSecurityInterceptor.
This approach also provides consistency, and allows the REST service developer to remain focused on the set of core addressable resources for all use case scenarios. 3 For both options the design of the Obligation extension specifically decouples the assertion and the fulfillment through the Obligation-enhanced SecurityContext. This differs from common AOP usage where the join point and the corresponding advice are coupled.
Finally, in the initial phase of our work, we chose to limit the introduction of the Obligation assertions to the join point that corresponds to the adjudication of an authorization decision. One could also envision extending the framework to support the introduction of Obligation assertions at other arbitrary join points.
CONSIDERATIONS FOR RESTful OBLIGATION MANAGEMENT AND USE
In this section we describe additional considerations for Obligation management and use consistent with a RESTful architectural style.
Compatibility with Hypermedia
As discussed in [5] , the representation of a resource consists of both data and metadata. That metadata may include information about the actual (underlying) resource, as well as the (current) representation of that resource. Because obligation fulfillment may affect the content of the user's request or response, it is clear that obligations can have a direct impact on the representation of the resource that is ultimately delivered to the user. Further, the user may or may not be made aware that obligation fulfillment has occurred. As discussed, it is possible that, e.g. for security reasons, the user should not be made aware of the specific obligations that have been fulfilled as part of the processing performed to return the appropriate representation of the resource. (e.g. the redaction of sensitive information from a medical document). In other cases, it may be reasonable and appropriate to provide metadata that informs the user of what obligations have been fulfilled. From the point of view of the REST client, either use case can maintain complete adherence to the HATEOAS principle [5] , as long the representation of the resource that is delivered to the user contains a consistent metadata set, via appropriate links and media types.
The hypermedia representation of the target resource must not only inherently reflect the fulfilled obligations, but must also include sufficient metadata that enable the (authorized) client to understand the obligations that have been associated with the current resource state, and to appropriately navigate to the subsequent obligationenhanced states. One possible implementation strategy for exposing obligation metadata is to represent the obligation fulfillments associated with a resource through the use of Atom [10] links with a relationship type of "obligation(s)".
RESTful Management of Obligations
It is important to note that because obligations themselves must be considered resources, any system used to manage them should itself be designed using a RESTful architectural style. Part of the value of the obligation concept is that the obligation resource itself has been identified as re-usable, and its existence transcends any specific target (application) resource. By their nature, well defined and appropriately factored obligations may apply to a very large number of individual target resources, will have their own independent lifecycle, and will potentially span many different domains and/or organizational boundaries.
Thus, obligation identifiers must be globally unique, but should not be centrally managed. In addition, the use of a URL as the obligation identifier enables any client, including the runtime fulfillment framework, to dynamically dereference the identifier in order to obtain an appropriate representation of the obligation fulfillment resource. Adopting the RESTful style ensures that the obligation management system exhibits the appropriate emergent properties, including loose coupling through a uniform interface, scalability, and visibility.
While maintaining the mapping between the obligation resources and the target application resources may be accomplished efficiently using well established techniques adapted from the domain of security policy management [3, 4] , a potentially more scalable and interoperable technique could be based upon mapping obligations to media types. This approach may have advantages, especially when combined with an out-of-process deployment model in which the fulfillment is being performed by a shared intermediary (see 8.3, below) . Of course, there is nothing preventing the fulfillment component from supporting more than one alternative.
Alternate Deployment Options
While our current prototype implementation is based upon an inprocess fulfillment model and is targeted to the existing installed base of Java developers using the Spring Framework, one can also envision other enablement models for obligations. In particular, the layered system and uniform interface constraints of REST [5] ensure that clients and servers may rely upon arbitrary intermediaries to provide obligation fulfillment. This approach may have advantages when in-process fulfillment is not convenient or achievable, perhaps due to maintenance concerns, limitations of the programming language, the runtime environment, or the potential impact to application performance, throughput, or scalability. An out-of-process deployment option again highlights the importance of defining obligations as resources, identified by a URL, since the intermediary may be a shared component supporting more than one administrative domain. However, it is important to note that even in this deployment model the intermediary must still be situated within the logical trust perimeter of the organization that is responsible for ensuring compliance. It is inherent in the definition of an obligation that fulfillment cannot be delegated to the client through support for, e.g. the code-on-demand style.
OTHER BENEFITS OF OBLIGATIONS
There are a number of other potential advantages to using Obligations in RESTful services. Primarily, the Obligation extension to Spring Security encourages the REST service developer to adopt a consistent application design pattern. Rather than implementing custom code across different REST services, the extension leverages the existing Spring Security intercepts, and provides a loosely coupled implementation of Obligation assertion, and Obligation fulfillment.
Because the obligation fulfiller components are appropriately modularized, this encourages proper performance tuning and unit testing of these as standalone components. Nonetheless, implementers will need to consider the impact of the supplemental processing operations on the overall performance, throughput, and response time of their system. Use of this framework can help to minimize any impact on application performance and stability, and can also improve maintainability. In addition, the Obligation extension promotes code reuse by decoupling the development of controls from any specific application. Finally, the Obligation framework also provides a consistent model for conflict resolution when multiple Obligations are asserted on a given resource.
Because the design and implementation of the Obligation extension is aligned with the OASIS XACML 3.0 core standard, it also provides the REST service developer with an opportunity for immediate interoperability with existing XACML 3.0-compliant infrastructures. This may be especially important for REST services that are deployed within hybrid enterprise environments, and those that have already invested in centralized security infrastructures. Having the ability to configure the obligation fulfillment requirement at an external PAP also enables an administrator to activate or deactivate the obligation fulfillments dynamically without having to restart or redeploy the running service.
In general, use of the Obligation extension may also encourage auditors to consider standardization of the Obligation identifiers, with or without the use of XACML. The standardization of the Obligation identifiers would facilitate the use of tools to automate audit processes, providing an opportunity to simultaneously improve the level of compliance while reducing the costs of proving that compliance. Beyond security and compliance, the use of Obligations also provides a similar opportunity for other IT disciplines to standardize on a common set of Obligation identifiers that correspond to typical control structures within their domains.
Finally, we note that our obligation framework implementation does not rely upon any explicit interface contract or policy negotiation with the client. Unlike traditional Web Services environments such as those employing WS-Policy [2] , the expression and fulfillment of processing obligations is entirely a server-side, resource representation concern. Clients are oblivious to whether the service provider is using our framework, and is not given any option to negotiate whether or how obligation fulfillment occurs.
CONCLUSION
In this paper, we have described the concept of an Obligation, and provided a number of use cases from different domains that illustrate the potential value of developers using Obligations in their REST services. We have also described the architecture and design of a proof-of-concept implementation of an Obligations framework that was built as an extension to Spring Security, and is compatible with the XACML 3.0 standard. We discussed various considerations for management and use of Obligations in a manner consistent with a RESTful architectural style. The Obligations extension to the Spring Framework can help improve a REST service developer's productivity as they work to satisfy their most complex non-functional requirements. As REST services mature to deliver mission-critical functions to their users, the Obligation framework can provide a consistent mechanism for managing the associated nonfunctional requirements, and ensuring that REST services consistently fulfill their promised service level agreements.
