Purpose
This publication is the second Part in a series of Recommendations regarding modes of operation of symmetric key block ciphers.
Authority
This document has been developed by the Conformance testing for implementations of the mode of operation that is specified in this Part of the Recommendation will be conducted within the framework of the Cryptographic Module Validation Program (CMVP), a joint effort of NIST and the Communications Security Establishment of the Government of Canada. An implementation of a mode of operation must adhere to the requirements in this Recommendation in order to be validated under the CMVP. The requirements of this Recommendation are indicated by the word "shall."
Introduction
This Recommendation specifies a message authentication code (MAC) algorithm that is based on a symmetric key block cipher. This cipher-based MAC is abbreviated CMAC, analogous to the abbreviation for the hash function-based MAC, HMAC, that is standardized in FIPS Pub. 198 [5] . CMAC may be appropriate for information systems in which an approved block cipher is more readily available than an approved hash function.
The basic Cipher Block Chaining MAC algorithm (CBC-MAC) has security deficiencies [10] . The core of the CMAC algorithm is a variation of CBC-MAC that Black and Rogaway proposed and analyzed under the name XCBC in [2] and submitted to NIST in [1] . The XCBC algorithm efficiently addresses the security deficiencies of CBC-MAC. Iwata and Kurosawa proposed an improvement of XCBC and named the resulting algorithm One-Key CBC-MAC (OMAC) in [7] and in [6] , their initial submission to NIST; they later submitted OMAC1 [8] , a refinement of OMAC, and additional security analysis [9] . The OMAC1 variation efficiently reduces the key size of XCBC. CMAC is equivalent to OMAC1.
Because CMAC is based on an approved symmetric key block cipher, such as the Advanced Encryption Standard (AES) algorithm that is specified in Federal Information Processing Standard (FIPS) Pub. 197 [4] , CMAC can be considered a mode of operation of the block cipher. CMAC is also an approved mode of the Triple Data Encryption Algorithm (TDEA) [3] ; however, as discussed in Appendix B, the recommended default message span for TDEA is much more restrictive than for the AES algorithm, due to the smaller block size of TDEA.
CMAC, like any well-designed MAC algorithm, provides stronger assurance of data integrity than a checksum or an error detecting code. The verification of a checksum or an error detecting code is designed to detect only accidental modifications of the data, while CMAC is designed to detect intentional, unauthorized modifications of the data, as well as accidental modifications.
Definitions, Abbreviations, and Symbols

Definitions and Abbreviations
AES Advanced Encryption Standard.
Approved FIPS approved or NIST recommended: an algorithm or technique that is either 1) specified in a FIPS or a NIST Recommendation, or 2) adopted in a FIPS or a NIST Recommendation.
Authenticity
The property that data originated from its purported source.
Bit A binary digit: 0 or 1.
Bit String A finite, ordered sequence of bits.
Block
For a given block cipher, a bit string whose length is the block size of the block cipher.
Block Cipher An algorithm for a parameterized family of permutations on bit strings of a fixed length.
Block Size For a given block cipher, the fixed length of the input (or output) bit strings.
CBC Cipher Block Chaining.
Collision
For a given function, a pair of distinct input values that yield the same output value.
Exclusive-OR The bitwise addition, modulo 2, of two bit strings of equal length.
FIPS
Federal Information Processing Standard.
Forward Cipher Function
A permutation on blocks that is determined by the choice of a key for a given block cipher.
Integrity
The property that received data has not been altered.
Inverse Cipher Function The inverse function of the forward cipher function for a given block cipher key.
Key (Block Cipher Key)
The parameter of the block cipher that determines the selection of the forward cipher function from the family of permutations.
Least Significant Bit(s)
The right-most bit(s) of a bit string.
Message Authentication Code (MAC)
A bit string of fixed length, computed by a MAC generation algorithm, that is used to establish the authenticity and, hence, the integrity of a message.
MAC Generation (Generation)
An algorithm that computes a MAC from a message and a key.
MAC Verification (Verification)
An algorithm that verifies if a purported MAC is valid for a given message and key.
Mode of Operation (Mode)
An algorithm for the cryptographic transformation of data that features a symmetric key block cipher.
Most Significant Bit(s)
The left-most bit(s) of a bit string.
NIST National Institute of Standards and Technology.
Permutation An invertible function.
Subkey
A secret string that is derived from the key.
Subkey Generation An algorithm that derives subkeys from a key.
TDEA Triple Data Encryption Algorithm.
Symbols
Variables b
The bit length of a block.
R b
The constant string for subkey generation for a cipher with block size b.
K
The block cipher key.
K1
The first subkey.
K2
The second subkey.
M
The message.
M i
The ith block of the formatted message.
M i *
The final block, possibly a partial block, in the partition of the message.
Mlen
The bit length of the message.
m The number of blocks in the formatted message.
T
The MAC.
Tlen
The bit length of the MAC.
Operations and Functions
⎡ ⎤ x
The least integer that is not less than the real number x.
X || Y The concatenation of two bit strings X and Y.
X ⊕Y The bitwise exclusive-OR of two bit strings X and Y of the same length.
The output of the forward cipher function of the block cipher under the key K applied to the block X.
The bit string consisting of the s right-most bits of the bit string X.
The bit string consisting of the s left-most bits of the bit string X.
The bit string that results from discarding the leftmost bit of the bit string X and appending a '0' bit on the right.
lg(x)
The base 2 logarithm of the positive real number x.
The bit string that consists of s '0' bits.
Preliminaries
The elements of CMAC and the associated notation are introduced in the five sections below. Examples of operations and functions are given in Sec. 5.1. The underlying block cipher and key are discussed in Sec. 5.2. The two subkeys that are derived from the key are discussed in Sec. 5.3. MAC generation and verification are discussed in Sec. 5.4. The input and output data for MAC generation are discussed in Sec. 5.5.
Examples of Operations and Functions
Given a positive integer s, 0 s denotes the string that consists of s '0' bits. For example, 0 8 = 00000000.
Given a real number x, the ceiling function, denoted ⎡x⎤, is the least integer that is not less than x. For example, ⎡2.1⎤ = 3, and ⎡4⎤ = 4.
The concatenation operation on bit strings is denoted ||; for example, 001 || 10111 = 00110111.
Given bit strings of equal length, the exclusive-OR operation, denoted ⊕, specifies the addition, modulo 2, of the bits in each bit position, i.e., without carries. For example, 10011 ⊕ 10101 = 00110.
Given a bit string X, the functions LSB s (X) and MSB s (X) return the s least significant (i.e., rightmost) bits and the s most significant (i.e., left-most) bits, respectively, of X. For example, LSB 3 (111011010) = 010, and MSB 4 (111011010) = 1110.
Given a bit string X that consists of Xlen bits, the (single) left-shift function, denoted X << 1, is LSB Xlen (X || 0). For example, 1101110 << 1 = 1011100.
Given a positive real number x, its base 2 logarithm is denoted lg(x). For example, lg(2 10 ) = 10.
Block Cipher
The CMAC algorithm depends on the choice of an underlying symmetric key block cipher. The CMAC algorithm is thus a mode of operation (a mode, for short) of the block cipher. The CMAC key is the block cipher key (the key, for short).
For any given key, the underlying block cipher of the mode consists of two functions that are inverses of each other. The choice of the block cipher includes the designation of one of the two functions of the block cipher as the forward function/transformation, as in the specifications of the AES algorithm and TDEA in [3] and [4] , respectively. The CMAC mode does not employ the inverse function.
The forward cipher function is a permutation on bit strings of a fixed length; the strings are called blocks. The bit length of a block is denoted b, and the length of a block is called the block size. For the AES algorithm, b = 128; for TDEA, b = 64. The key is denoted K, and the resulting forward cipher function of the block cipher is denoted CIPH K .
The underlying block cipher shall be approved, and the key shall be generated uniformly at random, or close to uniformly at random, i.e., so that each possible key is (nearly) equally likely to be generated. The key shall be secret and shall be used exclusively for the CMAC mode of the chosen block cipher. The message span of the key is discussed in Appendix B. To fulfill the requirements on the key, the key should be established among the parties to the information within an approved key management structure; the details of the establishment and management of keys are outside the scope of this Recommendation.
Subkeys
The block cipher key is used to derive two additional secret values, called the subkeys, denoted K1 and K2. The length of each subkey is the block size. The subkeys are fixed for any invocation of CMAC with the given key. Consequently, the subkeys may be precomputed and stored with the key for repeated use; alternatively, the subkeys may be computed anew for each invocation.
Any intermediate value in the computation of the subkey, in particular, CIPH K (0 b ), shall also be secret. This requirement precludes the system in which CMAC is implemented from using this intermediate value publicly for some other purpose, for example, as an unpredictable value or as an integrity check value on the key.
One of the elements of the subkey generation process is a bit string, denoted R b , that is completely determined by the number of bits in a block. In particular, for the two block sizes of the currently approved block ciphers, R 128 = 0 
MAC Generation and Verification
As for any MAC algorithm, an authorized party applies the MAC generation process to the data to be authenticated to produce a MAC for the data. Subsequently, any authorized party can apply the verification process to the received data and the received MAC. Successful verification provides assurance of data authenticity, as discussed in Appendix A, and, hence, of integrity.
Input and Output Data
For a given block cipher and key, the input to the MAC generation function is a bit string called the message, denoted M. The bit length of M is denoted Mlen. The value of Mlen is not an essential input for the MAC generation algorithm if the implementation has some other means of identifying the last block in the partition of the message, as discussed in Sec. 6.2. Thus, in such a case, the computation of the MAC may begin "on-line" before the entire message is available. In principle, there is no restriction on the lengths of messages. In practice, however, the system in which CMAC is implemented may restrict the length of the input messages to the MAC generation function.
The output of the MAC generation function is a bit string called the MAC, denoted T. The length of T, denoted Tlen, is a parameter that shall be fixed for all invocations of CMAC with the given key. The requirements for the selection of Tlen are given in Appendix A.
CMAC Specification
Subkey generation, MAC generation, and MAC verification are specified in Sections 6.1, 6.2, and 6.3 below. The specifications include the inputs, the outputs, a suggested notation for the function, the steps, and a summary; for MAC generation, a diagram is also given. The inputs that are typically fixed across many invocations of CMAC are called the prerequisites. The prerequisites and the other inputs shall meet the requirements in Sec. 5. The suggested notation does not include the block cipher.
Subkey Generation
The following is a specification of the subkey generation process of CMAC:
Prerequisites: block cipher CIPH with block size b; key K.
Output:
subkeys K1, K2.
Suggested Notation: SUBK(K).
Steps:
Return K1, K2.
In
Step 1, the block cipher is applied to the block that consists entirely of '0' bits. In Step 2, the first subkey is derived from the resulting string by a left shift of one bit, and, conditionally, by XORing a constant that depends on the block size. In Step 3, the second subkey is derived in the same manner from the first subkey. 1 As discussed in Sec. 5.3, any intermediate value in the computation of the subkey, in particular, CIPH K (0 b ), shall be secret.
MAC Generation
The following is a specification of the MAC generation process of CMAC:
Prerequisites: block cipher CIPH with block size b; key K; MAC length parameter Tlen.
Input: message M of bit length Mlen.
Output:
MAC T of bit length Tlen.
Suggested Notation: CMAC(K, M, Tlen) or, if Tlen is understood from the context, CMAC(K, M).
Apply the subkey generation process in Sec. 6.1 to K to produce K1 and K2.
2.
If Mlen = 0, let m = 1; else, let m = ⎡Mlen/b⎤. 
6.
For
Return T.
In
Step 1, the subkeys are generated from the key. In Steps 2-4, the input message is formatted into a sequence of complete blocks in which the final block has been masked by a subkey. There are two cases:
• If the message length is a positive multiple of the block size, then the message is partitioned into complete blocks. The final block is masked with the first subkey; in other words, the final block in the partition is replaced with the exclusive-OR of the final block with the first subkey. The resulting sequence of blocks is the formatted message. 1 As detailed in [6] , the generation of K1 and K2 is essentially equivalent to multiplication by u and u 2 , respectively, within the Galois field that is determined by the irreducible polynomial that is represented by R b , which is discussed in Sec. 5.3. • If the message length is not a positive multiple of the block size, then the message is partitioned into complete blocks to the greatest extent possible, i.e., into a sequence of complete blocks followed by a final bit string whose length is less than the block size. A padding string is appended to this final bit string, in particular, a single '1' bit followed by the minimum number of '0' bits, possibly none, that are necessary to form a complete block. The complete final block is masked, as described in the previous bullet, with the second subkey. The resulting sequence of blocks is the formatted message.
In Steps 5 and 6, the cipher block chaining (CBC) technique, with the zero block as the initialization vector, is applied to the formatted message. In Steps 7 and 8, the final CBC output block is truncated according to the MAC length parameter that is associated with the key, and the result is returned as the MAC.
Equivalent sets of steps, i.e., procedures that yield the correct output from the same input, are permitted. For example, it is not necessary to complete the formatting of the entire message (Steps 3 and 4) prior to the cipher block chaining (Steps 5 and 6). Instead, the iterations of Step 5 may be executed "on the fly," i.e., on each successive block of the message as soon as it is available for processing.
Step 4 may be delayed until the final bit string in the partition is available; the appropriate case, and value of j, if necessary, can be determined from the length of the final bit string. In such an implementation, the determination in Step 2 of the total number of blocks in the formatted message may be omitted, assuming that the implementation has another way to identify the final string in the partition.
Similarly, the subkeys need not be computed anew for each invocation of CMAC with a given key; instead, they may be precomputed and stored along with the key as algorithm inputs.
The two cases of MAC Generation are illustrated in Figure 1 below. On the left is the case where the message length is a positive multiple of the block size; on the right is the case where the message length is not a positive multiple of the block length. Figure 1 : Illustration of the two cases of MAC Generation.
MAC Verification
The following is a specification of the MAC verification process of CMAC:
Prerequisites: block cipher CIPH with block size b; key K; subkeys K1, K2; MAC length Tlen.
Input: message M of bit length Mlen; purported MAC T'.
Output: VALID or INVALID.
Suggested Notation: VER(K, M, T').
Apply the MAC generation process in Sec. 6.2 to M to produce T.
2.
If T = T', return VALID; else, return INVALID.
In
Step 1, the MAC generation process in Sec. 6.2 is applied to the message, and, in Step 2, the resulting MAC is compared with the purported MAC to determine its validity.
Appendix A: Length of the MAC
The length, Tlen, of the MAC is an important security parameter. The role of this parameter in resisting guessing attacks is outlined in Sec. A.1, and guidance in the selection of Tlen is given in Sec. A.2.
A.1 Assurance Against Guessing Attacks
The verification process determines whether the purported MAC on a message is the valid output of the MAC generation process applied to the message. The output of the MAC verification determines the assurance that the receiver of the message obtains:
• If the output is INVALID, then the message is definitely not authentic, i.e., it did not originate from a source that executed the generation process on the message to produce the purported MAC.
• If the output is VALID, then the design of the mode provides assurance that the message is authentic and, hence, was not corrupted in transit; however, this assurance, as for any MAC algorithm, is not absolute.
In the second case, an attacker, i.e., a party without access to the key or to the MAC generation process, may have simply guessed the correct MAC for the message. In particular, if the attacker selects a MAC at random from the set of strings of length Tlen bits, then the probability is 1 in 2 Tlen that the MAC will be valid. Consequently, larger values of Tlen provide greater protection against such an event. Of course, an attacker may attempt to systematically guess many different MACs for a message, or for different messages, and thereby increase the probability that one (or more) of them will be accepted as valid. For this reason, a system should limit the number of unsuccessful verification attempts for each key.
A.2 Selection of the MAC Length
Larger values of Tlen provide greater assurance against guessing attacks. The performance tradeoff is that larger values of Tlen require more bandwidth/storage for the MAC.
For most applications, a value for Tlen that is at least 64 should provide sufficient protection against guessing attacks. A value of Tlen that is less than 64 shall only be used in conjunction with a careful analysis of the risks of accepting an inauthentic message as authentic.
In particular, a value of Tlen smaller than 64 should not be used unless the controlling protocol or system sufficiently restricts the number of times that the verification process can return INVALID, across all implementations with any given key. For example, the short duration of a session or, more generally, the low bandwidth of the communication channel may preclude many repeated trials.
This guidance can be quantified in terms of the following two bounds: 1) the highest acceptable probability for an inauthentic message to pass the verification process, and 2) a limit on the number of times that the output is the error message INVALID before the key is retired, across all implementations of the verification process for the key. Given estimates of these quantities, denoted Risk and MaxInvalids, respectively, Tlen should satisfy the following inequality:
For example, suppose that the MAC verification process(es) within a system will not output INVALID for more than 1024 messages before the key is retired (i.e., MaxInvalids = 2 10 ), and that the users can tolerate about a one in a million chance that the system will accept an inauthentic message (i.e., Risk = 2 -20 ). In this case, any value of Tlen that is greater than or equal to 30 satisfies the inequality.
Appendix B: Message Span of the Key
The message span of a key is the total number of messages for which MACs are generated across all implementations of CMAC with that key. The message span of the key affects the security of the system against attacks that are based on the detection of a pair of distinct messages with the same MAC before its truncation 3 . Such a pair is called a collision 4 in this appendix. As with other block cipher-based MAC algorithms, an attacker may be able to exploit a collision to produce the valid MAC for a new message, the content of which may be largely of the attacker's choosing. Such an event would be a fundamental breach of the expected authentication assurance.
In principle, collisions must exist because there are many more possible messages than MACs; in practice, however, collisions may not occur among the messages for which MACs are actually generated during the lifetime of the key. The probability that at least one collision will occur depends mostly on the message span of the key relative to the block size of the underlying block cipher. For example, a collision is expected to exist among a set of 2 b/2 arbitrary messages; in other words, 2 64 messages for the AES algorithm, and 2 32 messages for TDEA. The discrepancy was one of the motivations to develop the AES with a block size of 128 bits.
For any system in which CMAC is implemented, the risk that an attacker can detect and exploit a collision shall be limited to a level that is appropriate to the value of the data. A simple and prudent method to achieve this goal is to establish and enforce an appropriate limit on the message span of any CMAC key, which in turn limits the probability that a collision will even occur. For general-purpose applications, the default recommendation is to limit the key to no more than 2 48 messages when the block size of the underlying block cipher is 128 bits, as with the AES algorithm, and 2 21 messages when the block size is 64 bits, as with TDEA. Within these limits, the probability that a collision will occur is expected to be less than one in a billion for the AES algorithm, and less than one in a million for TDEA.
For applications where higher confidence in the security is required, the message span of a key may be measured in terms of the total number of message blocks. The recommendation in this case is to limit the key to no more than 2 48 message blocks (2 22 Gbytes) when the block size is 128 bits, and 2 21 message blocks (16 Mbytes) when the block size is 64 bits. Within these limits, the probability that a collision will occur is proved to be less than one in a billion for the AES algorithm, and less than one in a million for TDEA, assuming that the underlying block cipher has no weakness, as modeled in [7] .
In some cases, a limit on the message span of a key may be established and enforced within a key management infrastructure by an appropriate constraint on the time span during which the key remains in effect, i.e., its cryptoperiod.
C.2 AES-192
For Examples 5-8 below, the block cipher is the AES algorithm with the following 192 bit key: K 8e73b0f7 da0e6452 c810f32b 809079e5 62f8ead2 522c6b7b.
Subkey Generation CIPH K (0 128 ) 22452d8e 49a8a593 9f7321ce ea6d514b K1 448a5b1c 93514b27 3ee6439d d4daa296 K2 8914b639 26a2964e 7dcc873b a9b5452c
Example 5: Mlen = 0 M <empty string> T d17ddf46 adaacde5 31cac483 de7a9367
Example 6: Mlen = 128 M 6bc1bee2 2e409f96 e93d7e11 7393172a T 9e99a7bf 31e71090 0662f65e 617c5184
Example 7: Mlen = 320 M 6bc1bee2 2e409f96 e93d7e11 7393172a ae2d8a57 1e03ac9c 9eb76fac 45af8e51 30c81c46 a35ce411 T 8a1de5be 2eb31aad 089a82e6 ee908b0e
Example 8: Mlen = 512 M 6bc1bee2 2e409f96 e93d7e11 7393172a ae2d8a57 1e03ac9c 9eb76fac 45af8e51 30c81c46 a35ce411 e5fbc119 1a0a52ef f69f2445 df4f9b17 ad2b417b e66c3710 T a1d5df0e ed790f79 4d775896 59f39a11
C.3 AES-256
For Examples 9-12 below, the block cipher is the AES algorithm with the following 256 bit key: K 603deb10 15ca71be 2b73aef0 857d7781 1f352c07 3b6108d7 2d9810a3 0914dff4.
Subkey Generation CIPH K (0 128 ) e568f681 94cf76d6 174d4cc0 4310a854 K1 cad1ed03 299eedac 2e9a9980 8621502f K2 95a3da06 533ddb58 5d353301 0c42a0d9
