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Abstrakt
Tato pra´ce se zaob´ıra´ principy obfuskace s´ıt’ove´ho provozu tak, aby nedosˇlo k jeho detekci
pomoc´ı Intrusion Detection Syste´mu (IDS) instalovane´ho v s´ıti. V u´vodu pra´ce bude cˇitatel
obezna´men s principem fungovan´ı za´kladny´ch typ˚u IDS a uveden do problematiky ob-
fuskacˇn´ıch technik, ktere´ budou slouzˇit jako odrazovy´ mu˚stek prˇi tvorbeˇ vlastn´ı knihovny,
ktere´ na´vrh je popsa´n v za´veˇrecˇn´ı cˇasti pra´ce. Vy´sledek pra´ce prˇedstavuje knihovna, ktera´
poskytuje vsˇechny implementovane´ techniky na dalˇs´ı vyuzˇit´ı. Knihovna mu˚zˇe by´t teda
vyuzˇita prˇi penetracˇn´ım testovan´ı novy´ch syste´mu˚, prˇ´ıpadneˇ pouzˇita´ samotny´m u´tocˇn´ıkem.
Abstract
This thesis deals with the principles of network traffic obfuscation, in order to avoid its
detection by the Intrusion Detection System installed in the network. At the beginning of
the work, reader is familiarized with the fundamental principle of the basic types of IDS
and introduced into the matter of obfuscation techniques, that serve as stepping stone in
order to create our own library, whose design is described in the last part of the work.
The outcome of the work is represented by a library, that provides all the implemented
techniques for further use. The library can be well utilized in penetration testing of the new
systems or used by the attacker.
Kl´ıcˇova´ slova
Obfuskace, Intrusion Detection Syste´m, IDS, Bezpecˇnost, Maskovan´ı protokolu, Detekce
protokolu, S´ıtove´ u´toky
Keywords
Obfuscation, Intrusion Detection System, IDS, Security, Protocol masking, Protocol de-
tection, Network attacks
Citace
Daniel Ovsˇonka: Obfuskace s´ıt’ove´ho provozu pro zabra´neˇn´ı jeho detekce pomoc´ı IDS, di-
plomova´ pra´ce, Brno, FIT VUT v Brneˇ, 2013
Obfuskace s´ıt’ove´ho provozu pro zabra´neˇn´ı jeho de-
tekce pomoc´ı IDS
Prohla´sˇen´ı
T´ımto prohlasˇuji, zˇe jsem tuto diplomovou pra´ci vypracoval samostatneˇ pod veden´ım pana
Mgr. Kamila Malinku, Ph.D.
Uvedl jsem vsˇechny litera´rn´ı prameny a publikace, ze ktery´ch jsem cˇerpal.
. . . . . . . . . . . . . . . . . . . . . . .
Daniel Ovsˇonka
21. kveˇtna 2013
Podeˇkova´n´ı
Chteˇl bych podeˇkovat vedouc´ımu pra´ce panu Mgr. Kamilovi Malinkovi za odborn´ı pomoc
a rady prˇi rˇesˇen´ı te´to diplomove´ pra´ce.
c© Daniel Ovsˇonka, 2013.
Tato pra´ce vznikla jako sˇkoln´ı d´ılo na Vysoke´m ucˇen´ı technicke´m v Brneˇ, Fakulteˇ in-
formacˇn´ıch technologi´ı. Pra´ce je chra´neˇna autorsky´m za´konem a jej´ı uzˇit´ı bez udeˇlen´ı opra´vneˇn´ı
autorem je neza´konne´, s vy´jimkou za´konem definovany´ch prˇ´ıpad˚u.
Obsah
U´vod 2
1 Intrusion Detection System 3
1.1 Obecny´ popis IDS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 3
1.2 Rozdelenie IDS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 5
1.3 Network-Based IDS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 9
1.4 Implementa´cia Snort . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 11
1.5 Zhrnutie . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 12
2 Princ´ıpy a klasifika´cia obfuska´cie 13
2.1 Obfuska´cia siet’ovej komunika´cie . . . . . . . . . . . . . . . . . . . . . . . . 13
2.2 Obfuska´cia konkre´tnych u´tokov . . . . . . . . . . . . . . . . . . . . . . . . . 17
2.3 Zhrnutie . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 20
3 Na´vrh a implementa´cia knizˇnice 21
3.1 Architektu´ra ciel’ovej siete . . . . . . . . . . . . . . . . . . . . . . . . . . . . 21
3.2 Princ´ıp fungovania a pouzˇitia knizˇnice . . . . . . . . . . . . . . . . . . . . . 23
3.3 Sˇtruktu´ra knizˇnice . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 25
3.4 Sˇtruktu´ra proxy modulu . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 30
3.5 Na´stroje pouzˇite´ pri implementa´cii . . . . . . . . . . . . . . . . . . . . . . . 34
3.6 Odchyta´vanie paketov da´tovy´ch tokov . . . . . . . . . . . . . . . . . . . . . 36
3.7 Realiza´cia obfuskovanej komunika´cie . . . . . . . . . . . . . . . . . . . . . . 37
3.8 Konfigura´cia a autentiza´cia modulov . . . . . . . . . . . . . . . . . . . . . . 40
4 Experimenty s knizˇnicou a dosiahnute´ vy´sledky 42
4.1 Testovacia virtua´lna siet’ . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 42
4.2 Experimenty s legit´ımnou komunika´ciou . . . . . . . . . . . . . . . . . . . . 44
4.3 Experimenty s exploitacˇny´mi da´tami . . . . . . . . . . . . . . . . . . . . . . 46
4.4 AIPS syste´m . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 50
4.5 Zhrnutie z´ıskany´ch vy´sledkov . . . . . . . . . . . . . . . . . . . . . . . . . . 52
Za´ver 53
A Pr´ıklady konfiguracˇny´ch su´borov 58
B Obsah CD 60
1
U´vod
U´lohou tohto textu je pribl´ızˇit’ cˇitatel’ovi mozˇnosti obfuska´cie siet’ovej komunika´cie
s ciel’om vyhnutiu sa detekcii pomocou Intrusion Detection Syste´mu. Obfuska´cia siet’ovy´ch
u´tokov na zranitel’ne´ vzdialene´ sluzˇby a siet’ovej komunika´cie je pomerne mlady´m odvetv´ım
spadaju´cim do pocˇ´ıtacˇovej bezpecˇnosti. Sku´manie ty´chto princ´ıpov je osozˇne´ hlavne pri
na´vrhu novy´ch pr´ıstupov detekcie nelega´lnej komunika´cie v sieti. Jedna´ sa o pomerne ry´chlo
sa rozv´ıjaju´cu oblast’, ked’ zlepsˇovanie pomocou novy´ch pr´ıstupov k obfuska´cii vedie, na dru-
hej strane, k novy´m pr´ıstupom analy´zy a detekcie kompromituju´cich da´t v sieti. Zvy´sˇenie
schopnosti detekcie potencia´lne nebezpecˇny´ch akci´ı v siet’ovej komunika´cii pomocou IDS,
by malo zabezpecˇit’ mozˇnost’ odhalit’ aj dosial’ nezna´me, pr´ıpadne zero-day u´toky, cˇ´ım sa
zvy´sˇi odolnost’ dane´ho syste´mu.
Ciel’om pra´ce je vytvorenie kniˇznice, ktora´ umozˇn´ı komunika´ciu so vzdialenou chra´nenou
siet’ou tak, aby prena´sˇane´ da´ta neboli rozpoznatel’ne´ pomocou Intrusion Detection Syste´mu.
Nasleduju´ci text sa zameriava na ozrejmenie za´kladny´ch teoreticky´ch znalost´ı, ktore´ su´
na´sledne rozvinute´ do popisu vlastne´ho na´vrhu a implementa´cie obfuskacˇnej knizˇnice. Prva´
kapitola je venovana´ Intrusion Detection Syste´mom, ktory´ch princ´ıpy a spoˆsoby riesˇenia
detekcie boli vy´chodiskovy´mi znalost’ami, pri na´vrh spoˆsobu vlastnej obfuska´cie. Kapitola
sa okrem za´kladne´ho uvedenia do problematiky a klasifika´cie roˆznych syste´mov, venuje aj
popisu meto´d, ktore´ su´ najcˇastejˇsie vyuzˇ´ıvane´ na detekciu. Za´verecˇna´ cˇast’ tejto kapitoly
(1.4) sa podrobne venuje konkre´tnej implementa´cii Snort, ktora´ je pre tu´to pra´cu referencˇna´.
Druha´ kapitola je zamerana´ na vysvetlenie vy´znamny´ch pojmov a meto´d obfuska´cie,
pricˇom rozdel’uje pr´ıstupy na za´klade spracova´vany´ch da´t na dve triedy, konkre´tne ob-
fuska´ciu siet’ovej komunika´cie a obfuska´ciu u´tokov. Vedomosti z´ıskane´ z tejto kapitoly d’alej
slu´zˇia ako odrazovy´ most´ık k na´vrhu a implementa´cii vlastnej knizˇnice. Ako najvy´znamnej-
sˇie pr´ıstupy sa v kontexte tejto pra´ce javia meto´dy zalozˇene´ na maskovan´ı protokolu v sieti
(2.1.3) a riesˇenie postavene´ na sˇifrovan´ı urcˇity´ch da´t (2.1.1).
Jadro pra´ce predstavuje tretia kapitola, orientuju´ca sa na samotnu´ realiza´ciu a sˇtruktu´ru
obfuskacˇnej knizˇnice. V tejto cˇasti je predstaveny´ za´kladny´ koncept princ´ıpov knizˇnice, roz-
vinuty´ do predstavenia forma´lneho na´vrhu a popisu mozˇne´ho pouzˇitia. Za´verecˇna´ cˇast’ kapi-
toly je venovana´ detailom implementa´cie, kde su´ uvedene´ jednotlive´ etapy vy´voja aplika´cie
azˇ po z´ıskanie vy´sledne´ho riesˇenia.
Sˇtvrta´ kapitola pra´ce slu´zˇi na uka´zˇku testovania vytvorenej aplika´cie, pricˇom sa zame-
riava na popis testovacieho prostredia, metodiky a vlastny´ch vy´sledkov testovania. Expe-
rimenty boli rozdelene´ na dve cˇasti, ked’ v prvom pr´ıpade boli vykona´vane´ s legit´ımnou
komunika´ciou (4.2), ky´m druhy´ pr´ıpad testoval obfuska´ciu exploitacˇny´ch da´t (4.3). Za´ver
kapitoly je venovany´ analy´ze z´ıskany´ch vy´sledkov a na´vrhu d’alˇs´ıch mozˇny´ch experimentov.
Posledna´ kapitola pra´ce sa strucˇne venuje zhrnutiu poznatkov a vy´sledkov z´ıskany´ch pri
riesˇen´ı uvedenej problematiky a uva´dza d’alˇsie mozˇnosti rozsˇ´ırenia knizˇnice v budu´cnosti.
Pri tvorbe boli pouzˇite´ roˆzne zdroje a publika´cie, ktore´ su´ uvedene´ a citovane´ v zodpove-
daju´cich kapitola´ch.
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Kapitola 1
Intrusion Detection System
Intrusion Detection Syste´my (d’alej len IDS) patria v su´cˇasnosti k pomerne rozv´ıjaju´cim
sa odvetviam pocˇ´ıtacˇovej bezpecˇnosti siet´ı. Za´kladny´ princ´ıp cˇinnosti IDS sa najcˇastejˇsie
prirovna´va k alarmu, teda, ak u´tocˇn´ık nejako narusˇ´ı na´sˇ obranny´ perimeter, IDS zasˇle
alarm syste´move´mu administra´torovi, ktory´ tak moˆzˇe promptne vykonat’ odpovedaju´ce
kroky. Vykona´vanie take´hoto monitorovania by pri bezˇnom vyuzˇit´ı siete syste´mu nebolo
v rozumnej miere mozˇne´ manua´lne.
Z popisu za´kladne´ho princ´ıpu fungovania je zrejme´, zˇe u´tocˇn´ıci sa budu´ snazˇit’ vyhnu´t’
sa mozˇnej detekcii. Ty´mto sa dosta´vame do kolobehu zlepsˇovania schopnost´ı IDS a na dru-
hej strane taktiezˇ k vzniku novy´ch techn´ık vyhy´bania sa detekcii. IDS nemoˆzˇe v su´cˇasnosti
poskytovat’ kompletnu´ ochranu, ale slu´zˇi na doplnenie prvkov v uzˇ´ıvatel’skej cˇasti monito-
rovane´ho syste´mu, ako su´ firewally a antiv´ırusove´ programy.
Jedny´m z kl’´ucˇovy´ch proble´mov ty´chto syste´mov je, zˇe u´tocˇn´ıci sa cˇastokra´t doka´zˇu
prispoˆsobit’ bezpecˇnostny´m opatreniam, ktore´ pomocou IDS zavedieme. Z tohto doˆvodu je
nedostatocˇne´ vytvorenie IDS, ktore´ je schopne´ odhal’ovat’ len u´toky zna´me v cˇaste vytva´ra-
nia syste´mu, ale je nutne´, aby bol syste´m schopny´ zaznamenat’ aj novo vytvorene´ hrozby.
IDS je vzhl’adom na svoju sˇtruktu´ru a schopnost’ kontrolovat’ siet’ove´ da´tove´ toky, pouzˇ´ı-
vany´ aj na detekciu vyuzˇ´ıvania urcˇity´ch protokolov. V mnohy´ch siet’ach je pouzˇ´ıvanie niek-
tory´ch protokolov zaka´zane´ a IDS moˆzˇe umozˇnit’ administra´torovi ry´chlejˇsie odhalenie ne-
bezpecˇne´ho u´cˇastn´ıka a jeho zablokovanie. Medzi nezˇiadu´ce protokoly mnohokra´t patria
protokoly roˆznych Peer-to-Peer siet´ı, pr´ıpadne v krajina´ch s rozvinutou cenzu´rou sa sem
rad´ı napr´ıklad aj komunika´cia prostredn´ıctvom Tor1 siete.
Pocˇas svojho vy´voja sa IDS pretransformovali z jednoduche´ho, monoliticke´ho da´vkovo
orientovane´ho syste´mu, na syste´m schopny´ pracovat’ v rea´lnom cˇase, distribuovany´ do viace-
ry´ch siet’ovy´ch komponent. V nasleduju´cich podkapitola´ch si podrobnejˇsie pop´ıˇseme obecnu´
sche´mu IDS a jednotlive´ typy syste´mov pouzˇ´ıvany´ch v su´cˇasnosti. Informa´cie pre tu´to
kapitolu boli cˇerpane´ najma¨ z publika´cie [6] a pra´ce [28].
1.1 Obecny´ popis IDS
U´lohou IDS je dynamicky monitorovat’ udalosti a akcie vykona´vane´ v sku´manom pro-
stred´ı a po ich presku´man´ı urcˇit’, cˇi su´ legit´ımne alebo sa jedna´ o u´toky na dane´ prostredie.
Pri vysˇsˇej forme abstrakcie moˆzˇeme IDS oznacˇit’ ako detektor spracuju´ci informa´cie z´ıskane´
zo sku´mane´ho syste´mu.
1https://www.torproject.org/
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Obecne pouzˇ´ıva IDS tri typy informa´cii na svoje vyhodnocovanie, a to konkre´tne:
• Informa´cie z´ıskane´ dlhodoby´m sku´man´ım zna´mych u´tokov na sku´many´ syste´m, z kto-
ry´ch je vytvorena´ databa´za. U´daje z tejto databa´zy moˆzˇe potom IDS pouzˇit’ na po-
rovna´vanie s u´dajmi, ktore´ z´ıskal pri samotnom behu (Signature-based IDS ).
• Konfiguracˇne´ informa´cie o sku´manom syste´me a o jeho aktua´lnom stave. IDS v tomto
pr´ıpade analyzuje, cˇi sa syste´m po vykonan´ı akcie nedostane do stavu, ktory´ moˆzˇe byt’
spoˆsobeny´ u´tokom. Tieto princ´ıpy vyuzˇ´ıvaju´ napr´ıklad syste´my zalozˇene´ na sku´man´ı
syste´movy´ch volan´ı.
• Udalosti, ktore´ sa odohra´vaju´ priamo v sku´manom syste´me. Pod ty´mto si najcˇastejˇsie
predstavujeme samotnu´ siet’ovu´ komunika´ciu. U´lohou IDS je v tomto pr´ıpade vyextra-
hovat’ z mnozˇstva da´t tie podstatne´ a vykona´vat’ vyhodnocovanie najma¨ podl’a nich.
Na tomto princ´ıpe su´ postavene´ napr´ıklad syste´my zalozˇene´ na vzoroch chovania.
Z tohto popisu sme schopn´ı vytvorit’ sche´mu obecne´ho syste´mu na obra´zku 1.1, na ktorej
moˆzˇeme vidiet’ spomenute´ za´kladne´ prvky a vy´menu informa´cii medzi nimi.
Detektor
Monitorovaný systém
Databáza
Konfigurácia Protiopatrenia
Auditné dáta
Upozornenia
Akcie
Obra´zok 1.1: Obecna´ sche´ma IDS [6]
Pre obecny´ IDS moˆzˇeme taktiezˇ sformulovat’ za´kladne´ pozˇiadavky, ktore´ je pri samotnej
implementa´cii a nasaden´ı v rea´lnom prostred´ı nutne´ resˇpektovat’. Hlavne´ pozˇiadavky [6] su´:
• Presnost’ - Pod presnost’ou rozumieme schopnost’ odl´ıˇsit’ anoma´lie a rea´lne pokusy
o prienik do monitorovane´ho syste´mu, od lega´lnych opera´cii, vykona´vany´ch legit´ımny-
mi uzˇ´ıvatel’mi. Za nepresnost’ teda povazˇujeme stav, kedy IDS oznacˇ´ı korektnu´ opera´-
ciu v syste´me ako anoma´liu, a ty´m sa na´m zvy´sˇi pocˇet za´znamov, ktore´ je nutne´ vo
va¨cˇsˇine pr´ıpadov kontrolovat’ rucˇne administra´torom.
• Vy´konnost’ - U vy´konnosti syste´mu sku´mame, v akej miere je IDS schopne´ vyhodnotit’
da´ta z´ıskane´ od monitorovane´ho syste´mu. Rozhoduju´cim faktorom v tomto pr´ıpade
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je schopnost’ vykona´vat’ analy´zu ty´chto da´t v rea´lnom cˇase, ktora´ je v su´cˇasnosti
pomerne bezˇna´, avsˇak v minulosti to nebolo pravidlom.
• U´plnost’ - Jedna´ sa o najt’azˇsˇie sku´manu´ vlastnost’, pretozˇe urcˇuje mieru neschopnosti
odhalit’ u´tok dany´m IDS. Je pomerne t’azˇke´ vycˇ´ıslit’ tu´to metriku, pretozˇe nepozna´me
kompletnu´ mnozˇinu mozˇny´ch u´tokov na dany´ sku´many´ syste´m.
Okrem ty´chto kl’´ucˇovy´ch vlastnost´ı kazˇde´ho IDS by mal byt’ schopny´ syste´m sp´lnˇat’ aj
doplnkove´ pozˇiadavky, ktore´ taktiezˇ ovplyvnˇuju´ jeho kvalitu. Jedna´ sa konkre´tne o tieto
vlastnosti [6]:
• Odolnost’ vocˇi chyba´m - Uda´va schopnost’ bezporuchovej preva´dzky syste´mu. Do tejto
skupiny spada´ aj miera odolnosti vocˇi u´tokom miereny´m priamo na IDS (napr. DoS
a podobne). Odolnost’ je pomerne doˆlezˇita´, pretozˇe IDS musia taktiezˇ bezˇat’ v prostred´ı
bezˇne´ho operacˇne´ho syste´mu, ktory´ by´va cˇasto sa´m zranitel’ny´.
• Ry´chlost’ reakcie - IDS mus´ı byt’ schopne´ promptne reagovat’ na potencia´lne odhalene´
u´toky. Nejedna´ sa iba o ry´chlost’ vyhodnotenia a teda samotnu´ vy´konnost’ syste´mu, ale
zahr´nˇame sem aj schopnost’ propaga´cie vygenerovane´ho varovania zodpovedaju´cemu
administra´torovi. Ry´chlost’ reakcie je pomerne doˆlezˇity´ ukazovatel’, pretozˇe cˇ´ım skoˆr
je potencia´lny u´tok odhaleny´, ty´m sa zmensˇuje riziko sˇkody vykonanej u´tocˇn´ıkom.
V tejto kapitole sme uviedli obecny´ popis a princ´ıp IDS doplneny´ o popis za´kladny´ch
sku´many´ch vlastnost´ı ty´chto syste´mov. V nasleduju´cej kapitole bude strucˇne uvedena´ ich
forma´lna klasifika´cia a mozˇne´ delenie na za´klade roˆznych krite´ri´ı.
1.2 Rozdelenie IDS
IDS moˆzˇeme rozdel’ovat’ na za´klade roˆznych krite´ri´ı, vycha´dzaju´cich z l´ıˇsiacich sa princ´ı-
pov pra´ce jednotlivy´ch typov. Su´hrnne´ rozdelenie je zobrazene´ na obra´zku cˇ´ıslo 1.2. V tejto
kapitole si tieto za´kladne´ spoˆsoby informacˇne pop´ıˇseme, aby sme mohli v d’alˇsej pra´ci po-
drobnejˇsie rozvinu´t’ problematiku IDS syste´mov a princ´ıpov obfuska´cie s ciel’om vyhnutia
sa detekcii. Informa´cie v nasleduju´cich podkapitola´ch boli cˇerpane´ z publika´ci´ı [6] a [28].
1.2.1 Delenie na za´klade princ´ıpu detekcie
Za´kladna´ a asi najpouzˇ´ıvanejˇsia klasifika´cia IDS je zalozˇena´ na princ´ıpe detekcie po-
tencia´lnych u´tokov. IDS podl’a ty´chto krite´ri´ı del´ıme obycˇajne na syste´my zalozˇene´ na zna-
lostiach o u´tokoch (zvycˇajne ulozˇene´ vzory v databa´ze) a na syste´my zalozˇene´ na sku´man´ı
spra´vania syste´mu (napr. kontrola syste´movy´ch volan´ı), ktore´ sa l´ıˇsia od ulozˇene´ho modelu
sˇtandardne´ho spra´vania chra´nene´ho syste´mu.
Syste´my zalozˇene´ na znalostiach sa v literatu´re nazy´vaju´ aj
”
misuse detection“ pr´ıpadne
”
detection on appearance“. Ich cˇinnost’ je postavena´ na databa´ze, v ktorej su´ nazhromazˇdene´
informa´cie o zna´mych u´tokoch a zranitel’nostiach ochranˇovane´ho syste´mu. Syste´m pri svojej
cˇinnosti sku´ma, cˇi nedocha´dza k pokusom zneuzˇitia niektore´ho z ty´chto slaby´ch miest.
V pr´ıpade, zˇe doˆjde k podozreniu, zˇe k tomu priˇslo, docha´dza k vyvolaniu upozornenia pre
administra´tora.
Nevy´hodou tejto meto´dy detekcie je, zˇe u´toky, ktore´ sa nenacha´dzaju´ v databa´ze IDS,
nebudu´ rozpoznane´ a IDS ich bude povazˇovat’ za legit´ımnu opera´ciu so syste´mom. Od-
hliadnuc od toho, je presnost’ tohto princ´ıpu povazˇovana´ za pomerne dobru´ v pr´ıpade,
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zˇe docha´dza k pravidelnej aktualiza´cii databa´zy. Aktualiza´cia databa´zy je na druhej strane
taktiezˇ pomerne problematicka´, pretozˇe je potrebne´ doˆkladne´ presku´manie mozˇny´ch u´tokov
a na´sledne´ vytvorenie sˇpecificky´ch pravidiel, ktore´ ulozˇ´ıme do databa´zy. V pr´ıpade novy´ch
u´tokov mus´ı teda najskoˆr pr´ıst’ k ich odhaleniu, cˇo moˆzˇe nejaku´ dobu trvat’. Za d’alˇsiu
nevy´hodu moˆzˇeme povazˇovat’ striktnu´ orienta´ciu IDS na dany´ syste´m, pretozˇe pravidla´
vytva´rane´ na jednotlive´ zranitel’nosti su´ striktne spa¨te´ s platformou, operacˇny´m syste´mom,
bezˇiacimi sluzˇbami a d’alˇsou softwarovou vy´bavou sku´mane´ho syste´mu. Z ty´chto vlastnost´ı
vyply´va, zˇe sa jedna´ o princ´ıp pomerne otvoreny´ mozˇnosti obfuska´cie.
Na druhej strane toto riesˇenie ponu´ka aj vy´hodu. Pomerne podstatnou vlastnost’ou je
uzˇ spomenuta´ presnost’ riesˇenia, cˇo ako uzˇ bolo spomenute´, znamena´ n´ızky pocˇet vyge-
nerovany´ch falosˇny´ch varovan´ı. Toto ul’ahcˇuje pra´cu syste´move´ho administra´tora, pretozˇe
nemus´ı kontrolovat’ tol’ko za´znamov. Ta´to vlastnost’ je podp´ısana´ pod pomernu´ rozsˇ´ırenost’
tohto princ´ıpu medzi roˆznymi implementa´ciami IDS.
Za druhy´ typ v tejto klasifika´cii povazˇujeme syste´my zalozˇene´ na sku´man´ı spra´vania
syste´mov a jeho odchy´l’ok od sˇtandardne´ho modelu, a teda ocˇaka´vane´ho spra´vania chra´nene´-
ho syste´mu. Princ´ıp cˇasto nazy´vany´ aj
”
anomaly detection“. Princ´ıp cˇinnosti spocˇ´ıva v tom,
zˇe syste´m sa mus´ı pred nasaden´ım nejaky´m vhodny´m spoˆsobom naucˇit’ vyextrahovane´
spra´vanie sku´mane´ho syste´mu. IDS potom moˆzˇe porovna´vat’ tento referencˇny´ model syste´-
mu so su´cˇasny´m stavom a v pr´ıpade, zˇe zaznamena´ odchy´l’ku, doˆjde k vygenerovaniu varo-
vania o mozˇnom nelegit´ımnom konan´ı v syste´me. Su´hrnne by sa dalo povedat’, zˇe ake´kol’vek
akcie, ktore´ sa odliˇsuju´ od poˆvodne´ho naucˇene´ho chovania, su´ povazˇovane´ za nelega´lnu
akciu.
Hlavnou vy´hodou tohto riesˇenia je, zˇe IDS je cˇasto schopne´ odhalit’ aj nove´ u´toky, ktore´
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by v pr´ıpade predosˇle´ho spoˆsobu detekcie ostali neodhalene´. Podobne, IDS zalozˇene´ na
spra´van´ı doka´zˇu zachytit’ aj pokusy o exploita´cie na zatial’ neobjavene´ zranitel’ne´ miesta.
Za vy´hodu moˆzˇeme povazˇovat’ aj schopnost’ odhalit’ nelega´lne akcie vo vnu´tornej sieti od
legit´ımnych uzˇ´ıvatel’ov, ktore´ zvycˇajne neu´tocˇia priamo na zranitel’ne´ miesta samotne´ho
syste´mu. Tento pr´ıstup je oproti predosˇle´mu menej pr´ıstupny´ mozˇnostiam obfuska´cie.
Ako najvy´znamnejˇsiu nevy´hodu tohto riesˇenia detekcie IDS sa obecne povazˇuje vysoky´
pocˇet falosˇny´ch alarmov, pretozˇe pri extrakcii a ucˇen´ı sa spra´vania syste´mu, nie sme schopn´ı
obsiahnut’ kompletnu´ mnozˇinu mozˇny´ch stavov, a tak moˆzˇe syste´m vygenerovat’ varovanie
aj pre korektne´ akcie. Ako riesˇenie tohto pr´ıpadu sa pouzˇ´ıva postupne´ dynamicke´ ucˇenie
sa syste´mu, ked’ su´ nove´ stavy prida´vane´ za behu uzˇ po nasaden´ı. Takto moˆzˇeme postupne
vyladit’ IDS na konkre´tny syste´m a dosahovat’ pomerne vysoku´ presnost’ a kompletnost’ de-
tekcie. Pri tomto riesˇen´ı si avsˇak mus´ıme dat’ pozor, aby sme do IDS nezaniesli aj spra´vanie
sa skutocˇny´ch neodhaleny´ch u´tokov, pretozˇe tie by potom boli povazˇovane´ sa lega´lne a ne-
boli by v d’alˇsom behu voˆbec odhalene´.
V tejto podkapitole sme pop´ısali za´kladne´ princ´ıpy dvoch za´kladny´ch pr´ıstupov detekcie
pokusov o preniknutie do syste´mu pomocou IDS. Ako moˆzˇeme z popisu vidiet’, jedna´ sa o po-
merne odliˇsne´ princ´ıpy aj cˇo sa ty´ka vy´sledkov. Konkre´tne markantne´ rozdiely moˆzˇu nastat’
v pocˇte chybny´ch hla´sen´ı (nizˇsˇ´ı u syste´mov zalozˇeny´ch na znalostiach) a na druhej strane
v schopnosti odhalit’ nove´ u´toky (lepsˇia schopnost’ u syste´mov sku´maju´cich spra´vanie).
1.2.2 Delenie na za´klade reakcie po detekcii
IDS podl’a odozvy na odhalenu´ nelegit´ımnu opera´ciu v syste´me moˆzˇeme obecne rozdelit’
na akt´ıvne a pas´ıvne. V su´cˇasnej dobe existuju´ prevazˇne pas´ıvne riesˇenia, ktore´, ako bolo
spomenute´, po odhalen´ı u´toku vygeneruju´ iba chybove´ hla´senie do logovacieho su´boru. Na
druhej strane akt´ıvne IDS su´ schopne´ vykonat’ jednoduche´ protiopatrenia, ako napr´ıklad
ukoncˇenie siet’ove´ho spojenia a podobne. Nevy´hodou akt´ıvneho riesˇenia je, zˇe v pr´ıpade
va¨cˇsˇieho mnozˇstva chybny´ch detekci´ı doˆjde k zn´ızˇenej dostupnosti dane´ho syste´mu. U ak-
t´ıvnych IDS taktiezˇ moˆzˇe vzniknu´t’ polemika o tom, cˇi by nemali byt’ zaradene´ priamo do
skupiny Intrusion Prevention Syste´mov, ktore´ vsˇak vykona´vaju´ cˇasto komplexnejˇsie proti-
opatrenia ako akt´ıvne IDS.
Na rozhran´ı medzi akt´ıvnymi a pas´ıvnymi technikami moˆzˇeme povazˇovat’ pr´ıstup, ked’
IDS periodicky kontroluje nejake´ konfiguracˇne´ nastavenia a v pr´ıpade, zˇe priˇslo k ich zmene,
je schopne´ opravit’ tu´to konfigura´ciu. Tento princ´ıp je pouzˇitel’ny´ napr´ıklad na kontrolu
pr´ıstupovy´ch pra´v k su´borom a podobne, ked’ sa snazˇ´ıme dosiahnut’ pr´ıstup iba pre urcˇitu´
skupinu uzˇ´ıvatel’ov, ktor´ı by mohli tieto pra´va zmenit’. Na´vrat do poˆvodne´ho stavu je takto
o poznanie ry´chlejˇs´ı, ako keby sa vygenerovalo varovanie, ktore´ by bolo nutne´ rucˇne pre-
kontrolovat’. Ty´mto pr´ıstupom je teda pravdepodobnost’ potencia´lnej sˇkody ovel’a nizˇsˇia,
pretozˇe na´prava bude niekol’kona´sobne ry´chlejˇsia.
Z pohl’adu obfuska´cie su´ oba varianty ekvivalentne´, pretozˇe akt´ıvny resp. pas´ıvny mo´d
nema´ vplyv na schopnost’ rozpozna´vania syste´mu. Nevy´hodou u akt´ıvneho syste´mu avsˇak
moˆzˇe byt’ zablokovanie obfuskovane´ho toku v pr´ıpade detekcie.
Klasifika´cia na za´klade tejto metriky je v su´cˇasnosti esˇte pomerne exoticka´, pretozˇe
existuje vel’mi ma´lo rea´lnych implementa´cii, ktore´ by pouzˇ´ıvali akt´ıvny princ´ıp reakcie pri
detekcii nelegit´ımneho konania v sku´manom syste´me. Cˇasom sa vsˇak predpoklada´, zˇe doˆjde
k rozvoju katego´rie akt´ıvnych IDS, pretozˇe moˆzˇu ul’ahcˇit’ pra´cu spra´vcom syste´mov.
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1.2.3 Delenie na za´klade frekvencie pouzˇitia
Dˇalˇsie mozˇne´ rozdelenie IDS moˆzˇeme vytvorit’ na za´klade toho, s akou frekvenciou pre-
bieha samotna´ analy´za z´ıskany´ch da´t. Konkre´tne pozna´me syste´my s periodickou analy´zou
a syste´my s nepretrzˇitou analy´zou. Jednotlive´ riesˇenia si strucˇne pop´ıˇseme.
IDS zalozˇene´ na periodickej analy´ze vykona´vaju´ kontrolu iba v urcˇity´ch cˇasovy´ch in-
tervaloch, ked’ doˆjde k nasn´ımaniu su´cˇasne´ho stavu chra´nene´ho syste´mu a na kontrolu sa
pouzˇije uzˇ iba tento sn´ımok syste´mu. Taky´to typ analy´zy sa pouzˇ´ıva typicky na obcˇasnu´ kon-
trolu syste´mu, kedy sa sku´ma napr´ıklad, cˇi ma´ chra´neny´ syste´m lega´lnu konfigura´ciu, cˇi su´
nainsˇtalovane´ potrebne´ aktualiza´cie a podobne. Nevy´hodou je, zˇe komponenty chra´nene´ho
syste´mu moˆzˇu mat’ roˆznu softwarovu´ vy´bavu, cˇo znamena´, zˇe kontroly by museli byt’ vytvo-
rene´ konkre´tne pre jednotlive´ elementy syste´mu. Za d’alˇsiu nevy´hodu moˆzˇeme povazˇovat’
to, zˇe nelega´lne udalosti vykonane´ medzi jednotlivy´mi nasn´ımaniami nemoˆzˇu byt’ odha-
lene´. Toto riesˇenie poskytuje pomerne slabe´ zabezpecˇenie a najcˇastejˇsie sa pouzˇ´ıva iba ako
doplnkova´ sluzˇba ochrany.
Na druhej strane syste´my s nepretrzˇitou analy´zou, nazy´vane aj ako dynamicke´ syste´my,
pracuju´ v rea´lnom cˇase a monitoruju´ vsˇetky udalosti v okamzˇiku, ked’ sa stanu´. Najcˇastejˇs´ım
vyuzˇit´ım dynamicky´ch syste´mov je ochrana nejakej vnu´tornej siete, kde su´ zdrojom da´t
samotne´ pakety da´tovy´ch tokov. Taka´to analy´za je pomerne na´rocˇna´ na vy´kon IDS, pretozˇe
pri su´cˇasny´ch ry´chlostiach da´tovy´ch siet´ı mus´ı byt’ syste´m schopny´ spracovat’ cˇastokra´t vel’ke´
mnozˇstvo auditny´ch da´t v rea´lnom cˇase.
Obfuska´cia s ciel’om vyhnutiu sa detekcii je samozrejme podl’a popisu jednoduchsˇia
u syste´mov, ktore´ vykona´vaju´ iba periodicku´ analy´zu, pretozˇe u´tok nemus´ı byt’ vo va¨cˇsˇine
pr´ıpadov voˆbec odhaleny´. Na druhej strane najpouzˇ´ıvanejˇs´ım riesˇen´ım v rea´lnych imple-
menta´cia´ch je pouzˇitie dynamicke´ho pr´ıstupu a analy´zy vsˇetky´ch udalost´ı v rea´lnom cˇase.
Z tohto doˆvodu bude nutne´, aby sa nasˇa knizˇnica zameriavala na vyhnutie sa detekcii dy-
namicky´m syste´mom.
1.2.4 Delenie na za´klade spoˆsobu z´ıskavania auditny´ch da´t
Tento spoˆsob klasifika´cie je pravdepodobne najpouzˇ´ıvanejˇs´ı. Rozdel’uje syste´my na tzv.
”
Host-Based IDS“, ktore´ z´ıskavaju´ da´ta priamo od chra´nene´ho syste´mu, ktory´ spravuju´
a na ktorom su´cˇasne aj bezˇia. Druhu´ skupinu tvoria tzv.
”
Network-Based IDS“, ktore´ ako
auditne´ da´ta pouzˇ´ıvaju´ priamo siet’ove´ da´ta z´ıskane´ z rozhrania sku´mane´ho syste´mu.
Host-Based IDS povazˇujeme z hl’adiska historicke´ho vy´voja za prvy´ spoˆsob implementa´-
cie, ktory´ bol pouzˇ´ıvany´. Tento princ´ıp vznikol hlavne preto, zˇe v minulosti neboli siete
a internet pr´ıliˇs rozsˇ´ırene´ a va¨cˇsˇina pra´ce so strojom prebiehala na loka´lnej u´rovni. IDS
v tomto pr´ıpade sku´ma napr. da´ta z logovac´ıch su´borov, syste´move´ volania operacˇne´ho
syste´mu a podobne. Vel’mi doˆlezˇitou pozˇiadavkou je, aby bol syste´m schopny´ spracova´vat’
da´ta v rea´lnom cˇase, pretozˇe v opacˇnom pr´ıpade moˆzˇe doˆjst’ k u´spesˇne´mu u´toku a zahladeniu
stoˆp u´tocˇn´ıkom. U´tocˇn´ık by taktiezˇ v tomto pr´ıpade po u´spesˇnom u´toku mohol odstavit’
samotne´ IDS.
Host-Based IDS moˆzˇeme opa¨t’ rozdelit’ podl’a spoˆsobu detekcie na syste´my zalozˇene´ na
znalostiach a syste´my zalozˇene´ na spra´van´ı, ktore´ boli pop´ısane´ v kapitole 1.2.1. V pr-
vom pr´ıpade implementa´cie je obfuska´cia pomerne jednoducha´ za´lezˇitost’, ked’ stacˇ´ı u´tok
modifikovat’ tak, aby sme sa vyhli porovnaniu s bezˇny´m vzorom u´toku. Na tu´to u´lohu
moˆzˇeme pouzˇit’ roˆzne techniky, ako napr´ıklad vkladanie NOP (
”
no-operation“ ) opera´cii,
pouzˇ´ıvanie skokov a podobny´ch opera´ci´ı, ktore´ nemenia se´mantiku poˆvodne´ho ko´du. Po-
drobnejˇsie princ´ıpy u´tokov budu´ pop´ısane´ v kapitole 2.
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S postupny´m rozvojom siet’ovej komunika´cie sa zacˇali vo va¨cˇsˇej miere vyskytovat’ u´toky
z vonkajˇsej siete, respekt´ıve z internetu. Host-Based IDS prestali postupne stacˇit’ na od-
hal’ovanie ty´chto u´tokov, pretozˇe u´toky (napr. skenovanie portov, DNS spoofing a podobne)
nebolo prakticky mozˇne´ z auditny´ch da´t zistit’. Z tohto doˆvodu vznikali roˆzne hybridne´
riesˇenia, ked’ medzi sebou jednotlive´ IDS komunikovali a zasielali si auditne´ da´ta. Toto
riesˇenie sa vsˇak uka´zalo ako nevhodne´, hlavne z doˆvodu vysoke´ho zat’azˇenia prenosove´ho
pa´sma siete a taktiezˇ aj nedostacˇuju´cimi vy´sledkami. Dˇalˇs´ım krokom vy´voja reaguju´cim na
tieto okolnosti boli Network-Based IDS.
Network-Based IDS patria v su´cˇasnosti k najpouzˇ´ıvanejˇsiemu riesˇeniu. Ako uzˇ bolo
spomenute´, pre svoju cˇinnost’ vyuzˇ´ıvaju´ siet’ove´ da´ta extrahovane´ priamo zo siet’ove´ho
toku. Network-Based IDS su´ teda na za´klade analy´zy siet’ove´ho toku schopne´ odhalit’ podo-
zrive´ pr´ıkazy zasielane´ po sieti, pr´ıpadne klasifikovat’ nebezpecˇne´ alebo nelega´lne protokoly.
Ked’zˇe sa jedna´ o najrozsˇ´ırenejˇsie riesˇenie v moderny´ch IDS a ta´to pra´ca sa bude zameria-
vat’ najma¨ obfuska´ciou siet’ovej preva´dzky, pop´ıˇseme si podrobnejˇsie princ´ıpy v samostatnej
kapitole 1.3.
1.3 Network-Based IDS
Vy´voj v oblasti IDS prebiehal od monoliticky´ch rozsiahlych syste´mov, bezˇiacich na
jednom hostitel’skom stroji azˇ po su´cˇasne´ Network-Based IDS, ktore´ moˆzˇeme oznacˇit’ ako
rozsiahle distribuovane´ syste´my pracuju´ce v rea´lnom cˇase.
Obecne sa Network-Based IDS sklada´ z ty´chto za´kladny´ch blokov [28], vyp´ısany´ch podl’a
ich hierarchickej u´rovne:
• Sonda (senzor) - Jedna´ sa o komponent, ktory´ vykona´va jednoduchy´ zber informa´-
ci´ı pre IDS. Implementa´cia sondy moˆzˇe byt’ vytvorena´ presne na mieru prostrediu,
z ktore´ho bude sn´ımat’ da´ta. Po nasn´ıman´ı potrebny´ch da´t je mozˇne´ vykonat’ trans-
forma´ciu ty´chto da´t na jednotny´ forma´t pouzˇ´ıvany´ dany´m IDS. IDS moˆzˇe na svoju
cˇinnost’ samozrejme pouzˇ´ıvat’ roˆzne typy sond, s ciel’om z´ıskania kompletnejˇs´ıch da´t
z rozdielnych zdrojov.
• Monitor - Predstavuje hlavnu´ vy´pocˇtovu´ jednotku IDS. Monitor prebera´ da´ta od sond
a vykona´va vyhodnocovanie. Zvycˇajne realizuje porovna´vanie s modelom spra´vania
syste´mu, pr´ıpadne moˆzˇe na za´klade auditny´ch da´t tento model aktualizovat’. V pr´ıpade
odhalenia potencia´lnej nebezpecˇnej udalosti, monitor vytvor´ı varovanie, ktore´ najcˇas-
tejˇsie zasiela resolveru.
• Resolver - Prebera´ jednotlive´ varovania z monitorov a na za´klade typu varovania
vykona´ odpovedaju´cu akciu. Najcˇastejˇsou akciou je za´pis podozrivej udalosti do logo-
vacieho su´boru, avsˇak existuju´ ako bolo spomenute´ v kapitole 1.2.2 aj akt´ıvne IDS, kde
resolver moˆzˇe napr´ıklad pridat’ pravidla´ do firewallu, zablokovat’ da´tovy´ tok, zmenit’
konfigura´ciu syste´mu a podobne.
• Kontrole´r - Povazˇujeme v hierarchii za najvysˇsˇ´ı prvok. Jedna´ sa o riadiaci modul,
slu´zˇiaci na synchroniza´ciu jednotlivy´ch distribuovany´ch komponentov a ich jedno-
duchsˇiu spra´vu. Kontrole´r teda nema´ vplyv na detekcˇne´ schopnosti samotne´ho syste´-
mu, ale ul’ahcˇuje jeho administra´torom napr´ıklad resˇtartovanie, aktualiza´ciu, pr´ıpadne
vlozˇenie d’alˇs´ıch komponent do IDS.
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Z obecne´ho popisu je mozˇne´ vytvorit’ obecnu´ sche´mu rozlozˇenia komponentov v sku´ma-
nom syste´me, ktora´ je zobrazena´ na obra´zku 1.3. Uvedene´ distribuovane´ riesˇenie je vyuzˇ´ıva-
ne´ hlavne v rozsiahlych siet’ach, kde sa pouzˇ´ıvaju´ komercˇne´ IDS implementa´cie, cˇasto upra-
vene´ na mieru danej siete. V rea´lnych implementa´cia´ch sa mnohokra´t niektore´ komponenty
spa´jaju´ do jednej (napr. monitor a kontrole´r), pr´ıpadne v jednoduchy´ch implementa´cia´ch
su´ vsˇetky komponenty integrovane´ do jedne´ho modulu, ktory´ je potom nasadeny´ napr´ıklad
na siet’ovu´ bra´nu, oddel’uju´cu vnu´tornu´ chra´nenu´ siet’ od vonkajˇsej.
;
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Obra´zok 1.3: Obecna´ sche´ma rozlozˇenia komponent IDS [28]
1.3.1 Princ´ıpy z´ıskavania auditny´ch da´t
Ako bolo spomenute´, IDS syste´m doka´zˇe pracovat’ s va¨cˇsˇ´ım pocˇtom roˆznych sond, ktore´
extrahuju´ da´ta zo syste´mu. Najvy´znamnejˇsie princ´ıpy z´ıskavania da´t sondami [28] su´:
• Monitorovanie hostitel’sky´ch zariaden´ı - sondy z´ıskavaju´ da´ta priamo z hostitel’sky´ch
pocˇ´ıtacˇov obdobne ako Host-Based IDS, ked’ sku´maju´ logovacie su´bory hostitel’a,
syste´move´ volania a podobne.
• Monitorovanie siete hostitel’sky´ch zariaden´ı - sondy extrahuju´ da´ta priamo zo siet’ove´-
ho rozhrania hostitel’a podobne ako napr´ıklad firewall. Sonda pri tomto pr´ıstupe moˆzˇe
sku´mat’ vsˇetky protokolove´ u´rovne v odchytenom pakete. Nevy´hodou oboch ty´chto
riesˇen´ı je, zˇe maju´ dopad na vy´konnost’ hostitel’ske´ho zariadenia ty´m, zˇe samotna´
extrakcia da´t prebieha u samotne´ho hostitel’a.
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• Monitorovanie siete v promiskuitnom mo´de - pravdepodobne najrozsˇ´ırenejˇs´ı pr´ıstup
u Network-Based IDS, ked’ sa sonda insˇtaluje ako samostatne´ a neza´visle´ zariadenie
do siete. Sonda potom moˆzˇe odchyta´vat’ kompletnu´ komunika´ciu medzi pripojeny´mi
zariadeniami. V tomto pr´ıpade teda moˆzˇeme priamo odchytit’ komunika´ciu medzi
u´tocˇn´ıkom a napa´dany´m syste´mom.
Tento pr´ıstup na´m zabezpecˇuje mnohe´ vy´hody oproti predcha´dzaju´cim dvom riesˇe-
niam, ako, napr´ıklad, nema´ dopad na vy´konnost’ zˇiadneho z hostitel’sky´ch zariaden´ı
v sieti, umozˇnˇuje monitorovanie cele´ho siet’ove´ho segmentu jednou sondou, schop-
nost’ odhalit’ a presku´mat’ udalosti, ktore´ sa odohraju´ priamo v sieti a podobne.
Nevy´hodou tohto riesˇenia je na druhej strane, zˇe sonda mus´ı byt’ pomerne vy´konna´,
aby bola schopna´ odchyta´vat’ pakety v rea´lnom cˇase aj pri plnom vyuzˇit´ı siete.
Dˇalˇsou nevy´hodou je pouzˇitie kryptografie, ked’ nie je sonda schopna´ presku´mat’ obsah
z´ıskany´ch da´t.
Za sˇpecificky´ pr´ıpad z´ıskavania da´t slu´zˇiacich na klasifika´ciu protokolov, ktore´ su´ za-
bezpecˇene´ pomocou kryptografie, moˆzˇeme povazˇovat’ sˇtatisticke´ hodnoty z´ıskane´ z da´tovy´ch
tokov. Sku´maju´ sa vel’kosti paketov a cˇasove´ intervaly medzi nimi. Na za´klade ty´chto hodnoˆt
je potom mozˇne´ vytvorit’ sˇtatisticky´ popis jednotlivy´ch protokolov. Z tohto doˆvodu pri ob-
fuska´cii protokolu nestacˇ´ı vykonat’ zasˇifrovanie obsahu jednotlivy´ch paketov, ale je potrebne´
vhodny´m spoˆsobom upravit’ aj tieto sˇtatisticke´ vlastnosti.
1.4 Implementa´cia Snort
V tejto pra´ci sa ako referencˇna´ implementa´cia IDS pouzˇ´ıva open-source na´stroj Snort,
ktory´ patr´ı v su´cˇasnosti k najrozsˇ´ırenejˇs´ım na´strojom pouzˇ´ıvany´m v maly´ch a stredny´ch
siet’ach. Hlavnou vy´hodou tohto riesˇenia je mozˇnost’ vlastnej u´pravy detekcˇny´ch pravidiel
a d’alˇsieho rozsˇ´ırenia pomocou roˆznych doplnkov a preprocesorov. Informa´cie v tejto pod-
sekcii vycha´dzaju´ z rovnomennej publika´cie [4].
Snort nasadeny´ ako network-based IDS, je v pocˇ´ıtacˇovej bezpecˇnosti pomerne pouzˇ´ıvany´
variant, pretozˇe je povazˇovany´ za jednoduchy´, maly´, ale za´rovenˇ efekt´ıvny a uzˇitocˇny´
na´stroj, ktory´ je v dnesˇnej dobe oznacˇovany´ za sˇtandard v monitorovan´ı maly´ch siet´ı.
Na rozdiel od rozsiahlych komercˇny´ch na´strojov, ktore´ su´ hardwarovo a financˇne na´rocˇne´,
poskytuje Snort dostatocˇnu´ funkcionalitu pre male´ priva´tne siete, je nena´rocˇny´ na vy´kon
host’uju´ceho stroja a umozˇnˇuje jednoduche´ a efekt´ıvne vytva´ranie pravidiel.
Princ´ıp spracovania pricha´dzaju´cich paketov spocˇ´ıva v preveden´ı nasleduju´cich krokov:
1. Spracovanie dekode´rom paketov - Zachytene´ da´ta su´ v prvej fa´ze analyzovane´ de-
kode´rom paketov, ktory´ samotne´ da´ta zachyta´va priamo z rozhrania siet’ovej karty,
nacˇu´vaju´cej v promiskuitnom rezˇime. Analyza´tor v tomto kroku zist’uje, ake´ protokoly
su´ pouzˇ´ıvane´ vo vysˇsˇ´ıch vrstva´ch a na za´klade ty´chto hodnoˆt porovna´va tieto da´ta
s dostupny´mi pravidlami, ktore´ popisuju´ spra´vanie komunika´cie dany´m protokolom,
z´ıskane´ sˇtatistickou analy´zou. Dekode´r paketov moˆzˇe vygenerovat’ varovanie v pr´ıpade
ak napr´ıklad zist´ı, zˇe je posˇkodena´ hlavicˇka paketu, ak je paket pr´ıliˇs dlhy´, v pr´ıpade
nezvycˇajne´ho alebo chybne´ho nastavenia volieb v hlavicˇke TCP paketu a podobne.
2. Spracovanie preprocesormi - Analyzovane´ da´ta su´ zaslane´ preprocesorom, ktore´ je
mozˇne´ prida´vat’ a ovplyvnˇovat’ pomocou konfiguracˇny´ch nastaven´ı Snort-u. Preproce-
sor umozˇnˇuje, obecne povedane´, spracovat’ pricha´dzaju´ce da´ta s iny´m uhl’om pohl’adu.
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Snort moˆzˇe teda s pouzˇit´ım preprocesorov sku´mat’ komunika´ciu nielen na u´rovni pake-
tov, ale aj na vysˇsˇej u´rovni komunika´cie. V pr´ıpade, zˇe pri konfigura´cii nie je povoleny´
zˇiaden preprocesor, Snort funguje iba ako staticky´ filter paketov a sku´ma kazˇdy´ pa-
ket jednotlivo - pouzˇ´ıva takzvane´ atomicke´ vzory. Tento pr´ıstup nie je pr´ıliˇs idea´lny,
pretozˇe existuju´ roˆzne techniky, ktore´ umozˇnˇuju´ rozdelenie jedne´ho paketu do via-
cery´ch tak, aby sa vyhli pozit´ıvnemu porovnaniu s atomicky´m vzorom. Tieto techniky
budu´ podrobnejˇsie pop´ısane´ v nasleduju´cej kapitole 2.1.3.
3. Vyhodnotenie detekcˇny´m modulom - Porovna´vanie s ulozˇeny´mi pravidlami pomocou
detekcˇne´ho modulu predstavuje prima´rnu cˇast’ samotne´ho spracovania paketu. Snort
postupne prehl’ada´va zoznam pravidiel a v pr´ıpade, zˇe da´ta z paketu odpovedaju´ nie-
ktore´mu z pravidiel, generuje sa varovanie. Snort umozˇnˇuje pokracˇovat’ v porovna´van´ı
aj ked’ je na´jdena´ zhoda, ty´m je mozˇne´ pre jeden paket vygenerovat’ aj viac roˆznych
varovan´ı.
4. Logovanie varovan´ı - Poslednu´ fa´zu predstavuje spracovanie vygenerovany´ch varo-
van´ı, ked’ je mozˇne´ pomocou roˆznych doplnkov definovat’, ako bude s varovaniami
d’alej nalozˇene´. Najcˇastejˇsie pouzˇ´ıvane´ spoˆsoby su´ jednoduche´ ukladanie do textove´ho
su´boru alebo databa´zy, na druhej strane, existuju´ aj pokrocˇile´ varianty, ako napr´ıklad
odoslanie pozˇiadavky na otvorenie vyskakuju´ceho okna na zvoleny´ pocˇ´ıtacˇ, pr´ıpadne
odoslanie e-mailu administra´torovi pocˇ´ıtacˇa.
Z uvedene´ho popisu moˆzˇeme vidiet’, zˇe Snort predstavuje pomerne robustny´, efekt´ıvny,
individua´lne prispoˆsobitel’ny´ a rozsˇ´ıritel’ny´ na´stroj, ktory´ by´va nasadzovany´ aj do rea´lnych
siet´ı. Pri testovan´ı implementovanej knizˇnice bude, vo va¨cˇsˇine pr´ıpadov, schopnost’ vyhnutia
sa detekcii Snort-u povazˇovana´ za univerza´lne riesˇenie.
1.5 Zhrnutie
V tejto kapitole sme sa zamerali na strucˇny´ popis za´kladny´ch princ´ıpov Intrusion De-
tection Syste´mov, ktory´ vsˇak pokry´va iba u´vod do problematiky, pretozˇe existuje mnozˇstvo
iny´ch experimenta´lnych riesˇen´ı, ktore´ pouzˇ´ıvaju´ nove´, pr´ıpadne hybridne´ kombina´cie spome-
nuty´ch princ´ıpov. Z ty´chto doˆvodov je aj uvedena´ klasifika´cia iba orientacˇna´, ked’zˇe krite´ria
rozdelenia su´ pomerne nejednoznacˇne´ a v roˆznej literatu´re moˆzˇe docha´dzat’ k drobny´m
odliˇsnostiam v niektory´ch detailoch, pricˇom ale fundamenta´lne princ´ıpy su´ zhodne´.
Ked’zˇe v nasˇej pra´ci sa budeme venovat’ obfuska´cii siet’ovej preva´dzky s ciel’om vyhnutia
sa detekcii IDS, bolo nutne´ vymedzit’ tieto za´kladne´ pojmy a princ´ıpy fungovania detekcˇny´ch
syste´mov, aby bolo mozˇne´ problematiku podrobnejˇsie rozvinu´t’ v d’alˇsom texte. V za´verecˇnej
cˇasti kapitoly boli podrobnejˇsie pop´ısane´ princ´ıpy implementa´cie IDS Snort, ktora´ bude
v tejto pra´ci povazˇovana´ za referencˇnu´ a bude vyuzˇ´ıvana´ pri testovan´ı implementovanej
vy´slednej knizˇnice.
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Kapitola 2
Princ´ıpy a klasifika´cia obfuska´cie
Obfuska´cia je pojem pomerne na´rocˇny´ na pop´ısanie, pretozˇe sa v praxi pouzˇ´ıva v roˆznych
kontextoch. Pojem jednoducho povedane´, oznacˇuje transforma´ciu urcˇity´ch da´t tak, zˇe
vy´sledne´ da´ta maju´ rovnaku´ se´mantiku a na druhej strane, maju´ tieto da´ta inu´ syn-
tax, s ciel’om zmiast’ nepovolane´ho uzˇ´ıvatel’a pri ich cˇ´ıtan´ı. Najcˇastejˇsie sa pojem spa´ja
s obfuska´ciou zdrojove´ho ko´du u jazykov distribuovany´ch v zdrojovej podobe (napr. Ja-
vaScript), ked’ sa snazˇ´ıme zamedzit’ z´ıskaniu zdrojove´ho ko´du iny´mi uzˇ´ıvatel’mi, pr´ıpadne
konkurenciou.
V tejto pra´ci, ktora´ sa zameriava na vyhnutie sa detekcii IDS, budeme vsˇak pod pojmom
obfuska´cia rozumiet’ transforma´ciu siet’ove´ho toku tak, aby IDS nebolo schopne´ rozpoznat’
tento tok, pr´ıpadne tak, aby neoznacˇilo tok ako potencia´lne nebezpecˇny´.
V nasleduju´cej kapitole si strucˇne pop´ıˇseme su´cˇasne´ trendy v obfuska´cii siet’ovy´ch da´t,
protokolov a siet’ovy´ch u´tokov, ktore´ boli z´ıskane´ sˇtu´diom odbornej literatu´ry. Z ty´chto
z´ıskany´ch znalost´ı bude v d’alˇsej pra´ci vytvorena´ knizˇnica schopna´ obfuskovat’ siet’ovu´ ko-
munika´ciu tak, aby nebola odhalena´ zvoleny´mi IDS syste´mami.
2.1 Obfuska´cia siet’ovej komunika´cie
V nasleduju´cej podkapitole sa zameriame a obfuska´ciu siet’ovej komunika´cie, ked’ je
hlavny´m ciel’om zamaskovat’ celu´ komunika´ciu, pr´ıpadne, minima´lne skryt’ vy´menu infor-
ma´cii pomocou zaka´zane´ho protokolu v danej sieti. Mozˇne´ vyuzˇitie tohto typu obfuska´cie
moˆzˇe byt’ teda najma¨ zamaskovanie cele´ho komunikacˇne´ho protokolu alebo zabezpecˇenie, zˇe
da´ta prena´sˇana´ po sieti budu´ anonymne´ a pr´ıpadny´ u´tocˇn´ık nebude schopny´ zrekonsˇtruovat’
topolo´giu siete a identitu komunikuju´cich ent´ıt.
Pri na´vrhu knizˇnice je doˆraz kladeny´ na cˇo najuniverza´lnejˇsie zamaskovanie komu-
nikacˇne´ho protokolu, a preto su´ tieto meto´dy kl’´ucˇovy´m odrazovy´m most´ıkom pre na´vrh
vlastne´ho riesˇenia. Pozornost’ v tejto kapitole zameriame na tri najpouzˇ´ıvanejˇsie a najroz-
sˇ´ırenejˇsie meto´dy, ktore´ sa objavuju´ v literatu´re v najva¨cˇsˇej miere.
2.1.1 Obsfuska´cia sˇifrovan´ım da´t
Typicky´m pr´ıkladom tohto typu obfuska´cie je vedecka´ pra´ca [24], ktora´ sa zaobera´
anonymizovan´ım da´tovy´ch sa´d, ktore´ boli z´ıskane´ z vy´znamny´ch a pomerne vyt’azˇeny´ch
siet’ovy´ch uzlov. Ciel’om autorov je transformovat’ da´ta tak, aby nebolo mozˇne´ zistit’ identitu
komunikuju´cich uzˇ´ıvatel’ov. Take´to da´tove´ sady su´ pomerne cenne´ v roˆznych vy´skumoch,
pretozˇe sa daju´ pouzˇit’ pri experimentoch, napr´ıklad pri sku´man´ı modelu spra´vania siete,
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sˇtu´diu novy´ch siet’ovy´ch u´tokov, pr´ıpadne experimentami s novy´mi protokolmi. Na dru-
hej strane, v pr´ıpade vol’ne´ho uvol’nenia taky´chto da´t, by mohlo doˆjst’ k silne´mu narusˇeniu
su´kromia uzˇ´ıvatel’ov. Pr´ıpadny´ u´tocˇn´ık by bol schopny´ na za´klade da´t zrekonsˇtruovat’ to-
polo´giu siete a rozpoznat’ jednotlive´ komunikuju´ce entity. Tieto znalosti by mohli u´tocˇn´ıkovi
ul’ahcˇit’ u´toky na siet’ ako napr´ıklad DoS u´tok, na najslabsˇ´ı cˇla´nok v danej sieti.
Autori tejto pra´ce vycha´dzali z predosˇly´ch techn´ık postaveny´ch na jednoduchom sˇifrova-
n´ı zdrojovej a ciel’ovej IP adresy. Avsˇak ta´to technika nie je povazˇovana´ za dostatocˇnu´,
pretozˇe u´tocˇn´ık je aj v tomto pr´ıpade schopny´ zrekonsˇtruovat’ topolo´giu siete na za´klade
ostatny´ch dostupny´ch da´t v da´tovej sade. Ked’zˇe sˇifrovanie IP adries, kde kazˇda´ unika´tna
adresa ma´ jednu zasˇifrovanu´ variantu (1 : 1) sa uka´zalo ako nevyhovuju´ce, autori navrhli
takzvanu´ (k,j)-obfuska´ciu.
Princ´ıp (k,j)-obfuska´cie je postaveny´ na transforma´cii kazˇdej unika´tnej IP adresy za
takzvany´
”
groupID“. Taky´to princ´ıp bol zvoleny´ hlavne z doˆvodu, zˇe mapovanie unika´tnej
IP adresy na roˆzne zasˇifrovane´ hodnoty by viedlo k podstatnej strate informacˇnej hodnoty
a prakticky k znehodnoteniu da´t. Autori teda navrhli techniku, ked’ sa vykona´ mapovanie
M : 1 medzi hodnotou unika´tnej IP adresy a pseudona´hodny´m groupID. Vy´sledkom tohto
riesˇenia je, zˇe vo vy´stupnej obfuskovanej da´tovej sade je kazˇda´ unika´tna IP adresa nahradena´
za jednu z k mozˇny´ch IP adries.
Riesˇenie muselo byt’ esˇte doplnene´ o ochranu vocˇi takzvany´m
”
fingerprint“ u´tokom, ked’
by bol u´tocˇn´ık na za´klade sˇtatisticky´ch vlastnost´ı da´tovy´ch tokov jednotlivy´ch uzˇ´ıvatel’ov
schopny´ sta´le zrekonsˇtruovat’ siet’ovu´ topolo´giu. (k,j)-obfuska´cia teda pouzˇ´ıva princ´ıp, ked’
sa do jednej skupiny, z ktorej sa generuje groupID, zarad’uju´ IP adresy, ktore´ maju´ podobne´
sˇtatisticke´ vlastnosti. Z takto vytvoreny´ch skup´ın sa vytvoria funkcie, ktore´ jednoznacˇne
mapuju´ IP adresu na groupID. Uvedena´ technika je v pra´ci podrobne forma´lne doka´zana´
s uveden´ım za´kladne´ho algoritmu mozˇnej obfuska´cie. Meto´da zarucˇuje dostatocˇnu´ ochranu
pred zvoleny´m modelom u´tocˇn´ıka, ktory´ zohl’adnˇuje rea´lne znalosti, ktore´ moˆzˇe u´tocˇn´ık pri
skutocˇnom nasaden´ı nadobudnu´t’.
Obdobny´ spoˆsob je pouzˇity´ aj v pra´ci [9], kde sa vykona´va ko´dovanie multicastovy´ch
da´t, ktore´ su´ smerovane´ po sieti, taktiezˇ za u´cˇelom ich anonymizovania. Ta´to meto´da teda
nezabezpecˇuje samotne´ zamaskovanie komunikuju´ceho protokolu, ale poskytuje prostriedky
na zasˇifrovanie prena´sˇany´ch informa´cii tak, aby sˇifrovacie kl’´ucˇe nemuseli poznat’ multicas-
tove´ uzly po ceste medzi zdrojovy´m a ciel’ovy´m uzlom. Meto´da je sˇpecificka´ ty´m, zˇe sa
nesˇifruju´ samotne´ prena´sˇane´ da´ta, ale sˇifrovanie je uplatnene´ iba na sˇpecia´lny vektor, ktory´
uchova´va informa´cie o samotnej obfuska´cii prena´sˇany´ch da´t. Tento na´vrh umozˇnˇuje, zˇe
aj ked’ uzly nepoznaju´ sˇifrovacie kl’´ucˇe, moˆzˇu agregovat’ pakety so spolocˇny´m ciel’om do
va¨cˇsˇ´ıch, cˇo umozˇn´ı zlepsˇenie vyuzˇ´ıvania siet’ovy´ch zdrojov.
Sˇifrovacie meto´dy je samozrejme mozˇne´ pouzˇit’ aj na zasˇifrovanie kompletny´ch da´t,
cˇ´ım sa podstatne zn´ızˇi schopnost’ odhalit’ tento zasˇifrovany´ tok detekcˇny´m syste´mom. Na
druhej strane sta´le existuje sˇanca, zˇe detekcˇny´ syste´m rozpozna´ komunika´ciu na za´klade
sˇtatisticky´ch vlastnost´ı, pr´ıpadne bude sˇifrovany´ tok, ak nebude vhodne zamaskovany´,
oznacˇeny´ za podozrivy´. Sˇifrovanie a zamaskovanie komunika´cie bude jednou z vy´chodis-
kovy´ch meto´d pouzˇity´ch pri na´vrhu obfuskacˇnej knizˇnice. Na´vrhu vlastne´ho riesˇenia bude
podrobne venovana´ zodpovedaju´ca kapitola 3.
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2.1.2 Obfuska´cia geneticky´mi algoritmami
Zauj´ımavou mozˇnost’ou vyuzˇitia geneticky´ch algoritmov sa zaobera´ pra´ca [15], ktora´ sa
orientuje na obfuska´ciu siet’ovej komunika´cie z ine´ho uhl’a pohl’adu ako v podkapitole 2.1.1.
Pra´ca demonsˇtruje mozˇnosti pouzˇitia geneticky´ch algoritmov pri transforma´cii siet’ovej ko-
munika´cie. Tvorcovia tohto riesˇenia sa snazˇili uka´zat’ tieto mozˇnosti pri obfuska´cii skenova-
nia portov ciel’ove´ho syste´mu. V pr´ıpade, zˇe u´tocˇn´ık vykona´va take´to skenovanie syste´mu,
ktory´ je chra´neny´ pomocou IDS (Network-Based), bude taky´to u´tok s najva¨cˇsˇou pravde-
podobnost’ou odhaleny´ a zaznamenany´.
Ako referencˇne´ IDS bol v tomto pr´ıpade pouzˇity´ vol’ne sˇ´ıritel’ny´ na´stroj Snort, pop´ısany´
v kapitole 1.4, ktory´ pri svojej detekcii skenovania portov pouzˇ´ıva meto´du, pri ktorej sku´ma
pocˇet zaslany´ch paketov na porty jedne´ho hostitel’ske´ho pocˇ´ıtacˇa v urcˇitom cˇasovom in-
tervale. V pr´ıpade, zˇe je prekrocˇena´ urcˇita´ prahova´ hodnota tohto pocˇtu, Snort oznacˇ´ı
komunika´ciu ako skenovanie portov.
Princ´ıp riesˇenia je mozˇne´ v jednoduchosti pop´ısat’ tak, zˇe na´stroj (obsahuju´ci kvoˆli vy-
hodnocovaniu aj samotny´ Snort) vytvor´ı pocˇiatocˇnu´ popula´ciu jedincov (reprezentuju´cich
jednotlive´ toky vykona´vaju´ce skenovanie portov) s na´hodny´mi hodnotami, pozosta´vaju´cimi
z hodnoˆt dopredu definovanej insˇtrukcˇnej sady (opera´cie ako nastavenie cˇ´ısla portu, pr´ızna-
kov paketu, odoslanie paketu a podobne). Na´sledne´ je pre jednotlivy´ch jedincov vyhodno-
tena´ ich fitness funkcia [11]. Vy´sledna´ hodnota fitness funkcie je zlozˇena´ z pocˇtu portov,
ktore´ doka´zˇe dany´ jedinec presku´mat’ a pocˇtu varovan´ı, ktore´ vygeneruje pre tu´to postup-
nost’ Snort. Pomocou na´strojov linea´rneho geneticke´ho programovania (kr´ızˇenie, muta´cia,
vy´mena) sa potom snazˇ´ıme minimalizovat’ pocˇet varovan´ı IDS a za´rovenˇ maximalizovat’
pocˇet portov, ktore´ presku´mame. Vı´t’azny´ jedinec potom predstavuje postupnost’ paketov,
ktora´ dosiahla najlepsˇie vy´sledky fitness funkcie pre dane´ nastavenie siete.
Vy´sledky v tomto pr´ıpade moˆzˇeme ovplyvnit’ roˆznymi nastaveniami vel’kosti popula´cie
a pocˇtu itera´cii. Tvorcovia testovan´ım zistili, zˇe vyhnutie sa detekcii je v tomto pr´ıpade
jednoduchsˇie, ako dosiahnutie maxima´lneho presku´mania hostitel’sky´ch portov, ktore´ zhor-
sˇovalo celkove´ vy´sledky vy´slednej fitness funkcie. U´spesˇnost’ sa pri rea´lnych experimentoch
pohybovala pri vycˇ´ıslen´ı fitness funkcie priblizˇne v okol´ı 90%.
Ked’zˇe Snort je pomerne rozsˇ´ırena´ implementa´cia IDS a mnoho z d’alˇs´ıch implementa´cii
pouzˇ´ıva podobne´ meto´dy detekcie, pr´ıpadne, je na samotnom na´stroji Snort priamo posta-
veny´ch, moˆzˇeme toto riesˇenie povazˇovat’ za univerza´lne.
Uvedena´ problematika obfuska´cie pomocou geneticky´ch algoritmov moˆzˇe byt’ pouzˇita´
aj na poli transforma´cie konkre´tnych u´tokov, nie len na modifika´ciu komunika´cie urcˇity´m
protokolom. Tieto princ´ıpy su´ vyuzˇ´ıvane´ hlavne pri takzvany´ch
”
mimicry u´tokoch“, ktore´
si podrobnejˇsie pop´ıˇseme v odpovedaju´cej kapitole 2.2.3.
2.1.3 Maskovanie protokolov
Maskovanie protokolov v siet’ovom toku patr´ı k sˇpecificky´m spoˆsobom vyuzˇitia ob-
fuska´cie siet’ovy´ch da´t. Ciel’om tejto meto´dy je transformovat’ urcˇity´ protokol v sieti na
iny´ protokol tak, aby nebolo mozˇne´ v sieti odhalit’, zˇe k tejto transforma´cii dosˇlo. Na de-
tekciu a blokovanie nezˇiaducich protokolov v sieti, sa v su´cˇasnosti vyuzˇ´ıvaju´ nasleduju´ce
princ´ıpy [22]:
• Blokovanie portov - Najza´kladnejˇs´ı druh blokovania protokolu, ked’ siet’ove´ firewally
jednoducho blokuju´ cˇ´ısla portov zna´mych protokolov. Napr´ıklad, v pr´ıpade sluzˇby
telnet, su´ blokovane´ vsˇetky pricha´dzaju´ce komunika´cie na port 23.
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• Staticke´ filtrovanie paketov - Meto´da vycha´dzaju´ca z porovna´vania vzorov, ked’ je
potrebne´ vytvorit’ ich databa´zu na za´klade zna´mych signatu´r, vyskytuju´cich sa pri
komunika´cii protokolmi, ktore´ chceme blokovat’. Signatu´ry su´ ale tvorene´ iba na u´rovni
jedne´ho paketu - oznacˇovane´ aj ako atomicke´.
• Dynamicke´ filtrovanie paketov - Rozsˇiruje staticke´ filtrovanie ty´m, zˇe uklada´ a sklada´
aj fragmentovane´ pakety a tie sa potom kontroluju´ vocˇi databa´ze vzorov. Vzory su´
pri tomto pr´ıstupe zvycˇajne oznacˇovane´ aj ako zlozˇene´.
• Stavove´ filtrovanie paketov - Najefekt´ıvnejˇsia meto´da, ked’ sa na rozdiel od predosˇly´ch
variant sku´maju´ okrem syntakticky´ch informa´ci´ı z paketov, aj obsiahnute´ se´manticke´
informa´cie. Pomocou stavove´ho automatu sa kontroluju´ mozˇne´ stavy, ktore´ moˆzˇe dany´
protokol pri komunika´cii dosiahnut’. Tento pr´ıstup sa pouzˇ´ıva na kontrolu komunika´cie
protokolmi z aplikacˇnej vrstvy (napr´ıklad FTP).
• Filtrovanie zalozˇene´ na sˇtatisticky´ch informa´cia´ch - Pri tomto pr´ıstupe sa snazˇ´ıme
identifikovat’ komunikuju´cu sluzˇbu na za´klade roˆznych sˇtatisticky´ch informa´ci´ı, ako
priblizˇne´ vel’kosti paketov, cˇasy medzi pr´ıchodmi paketov, jitter a podobne. Jedna´
sa o pomerne vy´pocˇetne nena´rocˇnu´ meto´du, ktora´ vsˇak nemus´ı dosahovat’ dobre´
vy´sledky, ak je charakteristika komunika´cie pozmenena´ - napr´ıklad pri pret’azˇen´ı siete.
Spomenute´ pr´ıstupy detekcie su´ v nasadzovany´ch syste´moch implementovane´ zvycˇajne
kombinovane, s ciel’om dosiahnut’ najefekt´ıvnejˇsiu detekciu. Napr´ıklad implementa´cia IDS
Snort vyuzˇ´ıva staticke´ filtrovanie paketov, ktore´ je doplnene´ aj o dynamicke´ filtrovanie
zlozˇeny´mi vzormi, doplnene´ cˇiastocˇne o sˇtatisticke´ filtrovanie. Stavove´ filtrovanie sa pouzˇ´ıva
napr´ıklad v programe iptables, ktory´ je podrobnejˇsie pop´ısany´ v kapitole 3.5.2.
Vzhl’adom na pop´ısane´ princ´ıpy detekcie maskovania protokolov, je mozˇne´ vytvorit’
aj za´kladne´ techniky slu´zˇiace na vyhnutie sa detekcii. Jednotlive´ techniky [22] si strucˇne
pop´ıˇseme:
• Migra´cia sluzˇieb - Jednoducha´ meto´da, zamerana´ na vyhnutie sa blokovania zna´mych
portov v sieti, ked’ je potrebne´ rekonfigurovat’ aplika´cie tak, aby komunikovali po
iny´ch portoch, o ktory´ch sa vie, zˇe su´ povolene´.
• Fragmentovanie paketov - Pr´ıstup snazˇiaci sa o vyhnutie sa porovnaniu s atomicky´mi
vzormi ty´m, zˇe poˆvodny´ paket sa rozdel´ı na viac fragmentovany´ch paketov. Riesˇenie,
ako vyply´va z popisu, je u´cˇinne´ vocˇi staticke´mu filtrovaniu paketov, na druhej strane,
dynamicke´ filtrovanie je priamo na tento pr´ıstup zamerane´.
• Sˇifrovanie - Jedna´ sa o priamocˇiary pr´ıstup, ked’ sa vyuzˇ´ıva sˇifrovanie celej komu-
nika´cie dany´m protokolom. Pouzˇitie sˇifrovania zabezpecˇ´ı vyhnutiu sa pozit´ıvnemu
porovnaniu, cˇi uzˇ so staticky´m alebo dynamicky´m vzorom. Teoreticka´ mozˇnost’ de-
tekcie je mozˇna´ vsˇak aj pri tejto meto´de, ked’ moˆzˇe syste´m komunika´ciu rozpoznat’
na za´klade sˇtatisticky´ch informa´c´ı.
Spomenute´ za´kladne´ techniky moˆzˇeme samozrejme taktiezˇ kombinovat’, aby sme detek-
cˇne´mu syste´mu v maxima´lnej miere st’azˇili mozˇnosti rozpoznania. Pokrocˇilejˇsie meto´dy si
strucˇne pop´ıˇseme v nasleduju´com texte.
Zauj´ımave´ riesˇenie maskovania protokolu je mozˇne´ na´jst’ v pra´ci [17], ktora´ vyuzˇ´ıva
obfuska´ciu protokolu Tor siete tak, aby sa v sieti javil ako sˇifrovany´ video hovor sluzˇby
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Skype. Ta´to technika skry´vania da´t v iny´ch da´tach sa nazy´va steganografia. Ciel’om auto-
rov je touto technikou zamedzit’ blokovaniu a cenzurovaniu Tor protokolu, slu´zˇiaceho na
anonymne´ a sˇifrovane´ pripojenie do internetu.
Tvorcovia v tomto pr´ıpade zvolili protokol sluzˇby Skype ako ciel’ovy´ protokol hlavne
z doˆvodu, zˇe sa jedna´ o pomerne rozsˇ´ıreny´ protokol (nepredpoklada´ sa teda, zˇe by dosˇlo
k blokovaniu a cenzu´re mas´ıvne pouzˇ´ıvane´ho protokolu), ktory´ obsahuje sˇifrovane´ da´ta.
Na druhej strane pouzˇitie tohto protokolu je nevy´hodou hlavne z doˆvodu, zˇe sa jedna´
o proprieta´rny protokol, ktory´ nema´ verejne dostupnu´ svoju implementa´ciu.
Blokovanie pr´ıstupovy´ch Tor uzlov v krajina´ch s rozvinutou cenzu´rou je zapr´ıcˇinene´
hlavne ty´m, zˇe zoznam takzvany´ch
”
onion routrov“, ktore´ zabezpecˇuju´ pr´ıstup do siete, je
dostupny´ verejne na tzv.
”
directory serveroch“, ktory´ch adresy su´ taktiezˇ verejne zna´me.
S ty´mito znalost’ami moˆzˇe cenzor vel’mi jednoducho zablokovat’ pr´ıstup k ty´mto uzlom
v sieti. Tor protokol, ako reakciu na take´to blokovanie, zacˇal pouzˇ´ıvat’ takzvane´
”
bridge
uzly“, ktory´ch adresy nie su´ verejne zna´me. Ale aj v tomto pr´ıpade je mozˇne´ pri podrobnej
analy´ze cenzorom odhalit’ tieto uzly.
Tvorcovia tejto experimenta´lnej techniky vytvorili doplnok pre sˇtandardne´ho Tor kli-
enta, kde si moˆzˇe uzˇ´ıvatel’ zvolit’, cˇi chce pouzˇ´ıvat’ tu´to obfuska´ciu. Princ´ıp spocˇ´ıva v tom,
zˇe ak chce uzˇ´ıvatel’ nadviazat’ komunika´ciu, na´stroj najskoˆr inicializuje fikt´ıvne prihla´senie
sa do sluzˇby Skype a inicializuje fikt´ıvny hovor smeruju´ci na bridge uzol. V momente, ked’
bridge uzol pr´ıjme hovor, samotny´ hovor sa zrusˇ´ı a vytvoreny´ kana´l sa pouzˇ´ıva na zasielanie
obfuskovane´ho da´tove´ho toku. Samotna´ komunika´cia potom prebieha pomocou UDP pro-
tokolu, preto bolo nutne´ implementovat’ princ´ıpy bezpecˇne´ho prenosu ako znovu zasielanie
a potvrdzovanie paketov, cˇo cˇiastocˇne znizˇuje efekt´ıvne vyuzˇ´ıvanu´ sˇ´ırku pa´sma.
Ked’zˇe, ako bolo spomenute´ v kapitole 1.3.1, typ sˇifrovane´ho protokolu je mozˇne´ zis-
tit’ aj na za´klade sˇtatisticky´ch informa´cii, do na´stroja bolo nutne´ implementovat’ aj po-
krocˇile´ meto´dy prispoˆsobovania ry´chlosti a kvality hovoru, ktoru´ Skype protokol pouzˇ´ıva
na efekt´ıvne vyuzˇitie sˇ´ırky prenosove´ho kana´la. Implementa´cia tejto vlastnosti zabezpecˇuje,
zˇe cˇasove´ intervaly medzi odoslany´mi paketmi a aj samotna´ vel’kost’ paketov, bude priblizˇne
odpovedat’ skutocˇne´mu toku protokolu Skype a cenzor by nemal byt’ schopny´ zistit’ ani po-
mocou podrobnej analy´zy sˇtatisticky´ch vlastnost´ı, zˇe sa jedna´ o obfuskovany´ siet’ovy´ tok.
Vy´sledne´ riesˇenie v experimentoch dosahovalo pomerne dobre´ vy´sledky. Nevy´hodou bolo
uzˇ spomenute´ slabsˇie vyuzˇitie prenosove´ho pa´sma, ktore´ bolo zn´ızˇene´ o priblizˇne 25%. Aj
napriek tejto nevy´hode sa jedna´ o perspekt´ıvne riesˇenie.
Podobny´mi proble´mami sa zaobera´ aj pra´ca [10], odkial’ boli cˇerpane´ doplnˇuju´ce in-
forma´cie pre tu´to sekciu, ktora´ sku´ma mozˇnosti klasifika´cie sˇifrovany´ch obfuskovany´ch pro-
tokolov na za´klade sˇtatisticky´ch vlastnost´ı a hodnoˆt doplnkovy´ch pol´ı v hlavicˇke paketov.
2.2 Obfuska´cia konkre´tnych u´tokov
V nasleduju´cej kapitole si strucˇne pop´ıˇseme meto´dy, ktore´ boli vytvorene´ priamo na
obfuska´ciu konkre´tnych u´tokov a nie na maskovanie urcˇitej komunika´cie. Pri tomto type
obfuska´cie sa vyuzˇ´ıvaju´ zna´me zranitel’nosti ciel’ovy´ch syste´mov a nedokonalosti samotny´ch
IDS syste´mov. Tieto techniky su´ z tohto doˆvodu cˇasto za´visle´ na pouzˇitom hardwarovom
a softwarovom vybaven´ı ciel’ovej stanice, na ktoru´ je u´tok smerovany´. Vy´hodou ty´chto riesˇen´ı
je mozˇnost’ vyladit’ transforma´ciu sˇpecificky na dany´ u´tok, a ty´m zabezpecˇit’ najvysˇsˇiu prav-
depodobnost’ toho, zˇe u´tok nebude odhaleny´. Na druhej strane je nevy´hodne´, zˇe automa-
ticke´ generovanie obfuskovany´ch u´tokov nie je mnohokra´t prakticky mozˇne´, pretozˇe je nutne´
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najskoˆr presku´mat’ ciel’ovy´ pocˇ´ıtacˇ, pr´ıpadne celu´ ciel’ovu´ siet’ a azˇ na za´klade z´ıskany´ch ve-
domost´ı vytvorit’ transforma´ciu dane´ho u´toku. Za´kladne´ princ´ıpy ty´chto techn´ık si pop´ıˇseme
v tejto kapitole.
2.2.1 Obfuska´cia HTTP protokolu
Techniky obfuska´cie HTTP protokolu sa zacˇali rozv´ıjat’ s na´stupom u´tokov na HTTP
servery, ked’ boli u´toky zamerane´ hlavne na prienik do su´borove´ho syste´mu stroja, na kto-
rom samotny´ server bezˇal. Prevencia proti ty´mto u´tokom sa preniesla do IDS syste´mov,
pretozˇe IDS bolo schopne´ kontrolovat’ da´tove´ pakety, a ty´m odhal’ovat’ mozˇne´ u´toky. Z tohto
doˆvodu bolo potrebne´ riesˇit’ obfuska´ciu ty´chto u´tokov. Spomı´nanou problematikou sa zao-
bera´ autor v cˇla´nku [25].
Hlavny´m ciel’om detekcie podozrivy´ch paketov je na´jdenie hodnoty URL adresy v da´-
tovej cˇasti. IDS pri kontrole paketov HTTP protokolu pouzˇ´ıva dve za´kladne´ techniky, a to
konkre´tne porovna´vanie vzorov (pattern matching) a kompletnu´ analy´zu protokolu. V su´cˇas-
nosti sa pouzˇ´ıvaju´ obe techniky su´cˇasne, aby sa zvy´sˇila pravdepodobnost’ u´spesˇnej detekcie
podozrivej URL.
Porovna´vanie vzorov pri svojej cˇinnosti pouzˇ´ıva da´ta z cele´ho paketu, ktore´ porovna´va
so vzormi ulozˇeny´mi v databa´ze. Na druhej strane, kompletna´ analy´za protokolu je schopna´
odhalit’ URL v pakete a ku kontrole sa pouzˇ´ıva iba ta´to adresa. Z tohto doˆvodu je protoko-
lova´ analy´za u´spesˇnejˇsia v pr´ıpadoch, ked’ je URL prena´sˇana´ v zako´dovanej forme a meto´da
je schopna´ pouzˇit’ deko´dovacie mechanizmy a kontrolovat’ deko´dovanu´ adresu.
S ciel’om obfuska´cie sa pouzˇ´ıvaju´ dve za´kladne´ techniky, a to konkre´tne nespra´vne par-
sovanie protokolu (invalid protocol parsing) a nespra´vne deko´dovanie protokolovy´ch pol´ı
(invalid protocol field decoding). Princ´ıpy ty´chto techn´ık [25] si v strucˇnosti pop´ıˇseme:
• Nespra´vne parsovanie protokolu sa vyuzˇ´ıva v pr´ıpadoch, ked’ IDS u´plne nesp´lnˇa
sˇtandardy protokolu. Ako pr´ıklad sa da´ uviest’ vlastnost’, ked’ v jednom HTTP pa-
kete moˆzˇe byt’ obsiahnuty´ch viac pozˇiadaviek. IDS je v tomto pr´ıpade najcˇastejˇsie
schopne´ vyparsovat’ adresu z prvej pozˇiadavky a zvysˇne´ adresy zostanu´ nepresku´mane´.
U´tocˇn´ıkovi teda stacˇ´ı zadat’ kompromituju´cu adresu do druhej pozˇiadavky a v mno-
hy´ch pr´ıpadoch nedoˆjde k jej odhaleniu.
• Nespra´vne deko´dovanie protokolovy´ch pol´ı vyuzˇ´ıva toho, zˇe v HTTP sˇtandarde je
navrhnuty´ch vel’ke´ mnozˇstvo spoˆsobov zako´dovania jednotlivy´ch pol´ı pozˇiadavky pre
roˆzne typy webovy´ch serverov. U´tocˇn´ık v tomto pr´ıpade vyuzˇije roˆzne druhy ko´dovan´ı,
ktore´ potom IDS v mnohy´ch pr´ıpadoch nevie deko´dovat’, a preto nemoˆzˇe odhalit’ ani
samotnu´ adresu. Do tejto katego´rie zaradujeme aj u´toky s vyuzˇit´ım va¨cˇsˇieho mnozˇstva
lomı´tok v adrese namiesto pouzˇitia jedine´ho, ktore´ moˆzˇe u´tocˇn´ıkovi zabezpecˇit’ pr´ıstup
do su´borove´ho syste´mu servera. Proti ty´mto u´tokom uzˇ su´ vsˇak v su´cˇasnej dobe
samotne´ servery zabezpecˇene´.
Pop´ısane´ techniky ukazuju´ za´kladne´ meto´dy obfuska´cie HTTP protokolu, ktore´ boli
pouzˇ´ıvane´ hlavne v minulosti, na druhej strane na´zorne ukazuju´ princ´ıpy obfuska´cie proto-
kolu, ktore´ moˆzˇeme aplikovat’ aj na ine´ komunikacˇne´ protokoly. Ako vyply´va z popisu, pri
obfuska´cii u´toku na u´rovni protokolu, je nutne´ odhalit’ a vyuzˇit’ slabe´ miesta, ktore´ vznikaju´
hlavne pri nekorektnom spracova´van´ı detekcˇny´m syste´mom.
Tieto uvedene´ znalosti je d’alej mozˇne´ vyuzˇit’ pri obfuska´cii iny´ch protokolov. Ako
pr´ıklad je mozˇne´ uviest’ techniky ako obfuska´cia FTP protokolu, pr´ıpadne u´toky na ine´
aplikacˇne´ sluzˇby (MySQL, Samba a podobne).
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2.2.2 Obfuska´cia shellko´du a syste´movy´ch volan´ı
Tento typ obfuska´cie patr´ı k pomerne rozsˇ´ıreny´m technika´m pouzˇ´ıvany´m v praxi. Jedna´
sa o obfuska´ciu konkre´tneho u´toku, zameriavaju´ceho sa na urcˇitu´ zranitel’nost’ v syste´me.
Pri bezˇny´ch u´tokoch, ktore´ su´ zna´me a pouzˇ´ıvane´, vo va¨cˇsˇine pr´ıpadov docha´dza k ich
rozpoznaniu pomocou IDS, ktore´ ich maju´ ulozˇene´ vo svojej databa´ze. Z tohto doˆvodu je
nutne´ modifikovat’ tieto u´toky do nerozpoznatel’nej podoby.
Pr´ıklad pouzˇitia moˆzˇeme na´jst’ v pra´ci [30], ktorej princ´ıpy si strucˇne pop´ıˇseme. Autori sa
v tomto pr´ıpade zamerali na obfuska´ciu zameranu´ na IDS syste´my pouzˇ´ıvaju´ce sledovanie
syste´movy´ch volan´ı - mozˇne´ v Host-Based IDS. Ta´to detekcˇna´ technika je postavena´ na
sku´man´ı postupnosti syste´movy´ch volan´ı a jej porovna´van´ı s ulozˇeny´mi vzormi z databa´zy.
Ak aktua´lna postupnost’ odpoveda´ nejake´mu u´toku, syste´m vygeneruje varovanie. Ked’zˇe
syste´m nemoˆzˇe ukladat’ nekonecˇnu´ postupnost’, zvycˇajne sa pouzˇ´ıva konsˇtantna´ vel’kost’
okna syste´movy´ch volan´ı, ktora´ sa porovna´va.
Obfuskacˇna´ technika je zalozˇena´ na tom, zˇe sa snazˇ´ı medzi syste´move´ volania, potrebne´
na u´tok, vlozˇit’ d’alˇsie volania, ktore´ nezmenia poˆvodnu´ funkcˇnost’ ko´du. Ty´mto krokom
doˆjde k prekrocˇeniu d´lzˇky vyrovna´vacej pama¨te syste´movy´ch volan´ı IDS. Jednotlive´ volania
u´toku nebudu´ teda nikdy spolu vo vyrovna´vacej pama¨ti a preto IDS nemoˆzˇe u´tok odhalit’.
Podobny´ princ´ıp je pop´ısany´ aj v cˇla´nku [1], s ty´m rozdielom, zˇe v tomto pr´ıpade
obfuskujeme shellko´d. Autori v tejto pra´ci navrhuju´ mozˇny´ spoˆsob detekcie take´hoto upra-
vene´ho ko´du pomocou Network-Based IDS, ktore´ nemoˆzˇe priamo sledovat’ syste´move´ volania
ciel’ove´ho syste´mu. Ta´to detekcia je postavena´ v prvom kroku na detekcii shellko´du priamo
v da´tovej cˇasti paketu. Po u´spesˇnej detekcii je paket zaslany´ druhe´mu modulu na analy´zu.
Pri analy´ze je vyextrahovany´ samotny´ shellko´d a tento ko´d je vykonany´ v samostatnom
vla´kne priamo v IDS. Pomocou syste´move´ho na´stroja ptrace je vyextrahovana´ postupnost’
syste´movy´ch volan´ı, ktoru´ moˆzˇeme testovat’ obdobne ako v predosˇlom pr´ıpade. Nevy´hodou
tohto riesˇenia je, zˇe shellko´d sa pre roˆzne platformy a operacˇne´ syste´my moˆzˇe l´ıˇsit’ a z tohto
doˆvodu ho nebude mozˇne´ v prostred´ı dane´ho IDS vykonat’.
2.2.3 Mimicry u´toky
Mimicry u´toky predstavuju´ zovsˇeobecnenie princ´ıpov pop´ısany´ch v predosˇlej kapitole
venovanej obfuska´cii shellko´du a syste´movy´ch volan´ı, ked’ je obfuska´cia pouzˇitel’na´ na
l’ubovol’ne´ da´ta. Ta´to mysˇlienka obfuska´cie vyuzˇ´ıva vlastnost’ IDS syste´mov, ked’ sa pred-
poklada´, zˇe IDS pri svojom spracovan´ı vyuzˇ´ıva vyrovna´vaciu pama¨t’ o urcˇitej vel’kosti, do
ktorej sa ukladaju´ aktua´lne spracova´vane´ da´ta. U´tocˇn´ık sa snazˇ´ı modifikovat’ da´ta tak, aby
sa da´ta u´toku do tejto vyrovna´vacej pama¨te nezmestili a u´tok nemohol byt’ porovnany´
s odpovedaju´cim pravidlom.
V pocˇiatocˇnej fa´ze obfuska´cie disponuje u´tocˇn´ık takzvany´m jadrom u´toku (core attack),
ktore´ obsahuje nevyhnutne´ da´ta na vykonanie tohto u´toku. Tieto da´ta sa potom snazˇ´ı
transformovat’ do podoby, ktora´ bude z pohl’adu IDS korektna´ a IDS nebude schopne´ odhalit’
v komunika´cii zˇiadne stopy po u´toku.
Tu´to cˇinnost’ je mozˇne´ vykona´vat’ cˇiastocˇne automaticky, vyuzˇ´ıvane´ su´ najma¨ geneticke´
algoritmy [14], podrobnejˇsie pop´ısane´ v kapitole 2.1.2, pr´ıpadne obfuska´cia shellko´du [13],
ak je u´tok zalozˇeny´ na prenose a vykonan´ı tohto shellko´du. Cˇasto je vsˇak potrebny´ l’udsky´
za´sah do vytva´rane´ho u´toku tak, aby dosˇlo k vyuzˇitiu nejakej vlastnosti v ciel’ovom syste´me.
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Za´kladne´ pouzˇ´ıvane´ techniky moˆzˇeme rozdelit’ na za´klade siet’ovy´ch vrstiev, kde su´ apli-
kovane´ [29], na:
• Siet’ove´ techniky obfuska´cie - Patria sem techniky, ktore´ su´ aplikovane´ na siet’ovej
a transportnej vrstve. Ako za´kladny´ princ´ıp mozˇno povazˇovat’ rozdel’ovanie IP pake-
tov, ked’ je u´tok fragmentovany´ do mensˇ´ıch cˇast´ı, pr´ıpadne existuju´ techniky posta-
vene´ na IPv6 komunika´cii (ak je dostupna´), pretozˇe v mnohy´ch pr´ıpadoch podpora pre
IPv6 do detekcˇny´ch syste´mov nastupuje pomaly a syste´my nie su´ schopne´ kontrolovat’
tu´to komunika´ciu na zodpovedaju´cej u´rovni.
• Aplikacˇne´ techniky obfuska´cie - Do tejto katego´rie spadaju´ meto´dy aplikovane´ na
relacˇnu´, transportnu´ a aplikacˇnu´ vrstvu siet’ove´ho modelu. Jedna´ sa teda vo va¨cˇsˇej
miere o meto´dy vyuzˇ´ıvaju´ce vlastnosti niektory´ch protokolov, napr´ıklad SSL, HTTP,
FTP a podobne.
• Techniky obfuska´cie exploitu - V tomto pr´ıpade docha´dza k modifika´cii priamo na
u´rovni samotne´ho exploitu. Patria sem meto´dy, ako v kapitole 2.2.2 spomı´nany´, poly-
morfny´ shellko´d, pr´ıpadne techniky postavene´ na roˆznej zmene ko´dovania (napr´ıklad
base64 ) da´t.
Uvedene´ techniky je mozˇne´ samozrejme vza´jomne kombinovat’ na jednotlivy´ch vrstva´ch tak,
aby bola dosiahnuta´ maxima´lna pravdepodobnost’, zˇe k detekcii na IDS nedoˆjde. Z popisu
vsˇak vyply´va aj to, zˇe techniky nie su´ u´plne univerza´lne a zvycˇajne je potrebny´ za´sah
cˇloveka do procesu obfuska´cie aj v pr´ıpade snahy o automaticke´ generovanie obfuskovane´ho
toku.
2.3 Zhrnutie
V tejto kapitole sme sa zamerali na popis za´kladny´ch obfuskacˇny´ch techn´ık a ich klasi-
fika´cie, ktore´ su´ pouzˇ´ıvane´ v su´cˇasnosti. Klasifika´ciu jednotlivy´ch meto´d je mozˇne´ vykonat’
na za´klade roˆznych krite´ri´ı, pretozˇe princ´ıpy jednotlivy´ch techn´ık sa cˇiastocˇne prekry´vaju´, cˇo
umozˇnˇuje vytvorit’ roˆzne interpreta´cie rozdelenia. Z tohto doˆvodu, uvedene´ rozdelenie pred-
stavuje iba jeden mozˇny´ variant. Z´ıskane´ znalosti o jednotlivy´ch meto´dach budu´ na´sledne
pouzˇite´ pri na´vrhu vlastnej knizˇnice, ktora´ by mala byt’ schopna´ obfuskovat’ urcˇite´ protokoly
v siet’ovej komunika´cii.
Pre potreby navrhovanej knizˇnice sa ako kl’´ucˇove´ javia meto´dy postavene´ na maskovan´ı
protokolov, kryptograficke´ meto´dy a cˇiastocˇne aj mimicry u´toky. Na druhej strane knizˇnica
ma´ byt’ cˇo mozˇno najuniverza´lnejˇsia. Z tohto doˆvodu nie je mozˇne´ pouzˇit’ tieto meto´dy
v plnej miere. Na´vrh a implementa´cia preto vyuzˇ´ıva tieto techniky iba ako odrazovy´ most´ık
pri vytva´ran´ı vlastne´ho spoˆsobu maskovania, ktore´ ma´ za ciel’ obfuskovat’ komunika´ciu uni-
verza´lne, vzhl’adom k pouzˇ´ıvane´mu IDS a komunikacˇne´mu protokolu. Na´vrh knizˇnice bude
podrobnejˇsie pop´ısany´ v nasleduju´com texte.
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Kapitola 3
Na´vrh a implementa´cia knizˇnice
Nasleduju´ca kapitola sa podrobnejˇsie zameriava na obozna´menie s na´vrhom, imple-
menta´ciou a vlastny´m fungovan´ım obfuskacˇnej knizˇnice. Pri na´vrhu je kladeny´ doˆraz na uni-
verza´lnost’ knizˇnice, ktora´ by mala byt’ schopna´ transformovat’ cˇi uzˇ legit´ımnu komunika´ciu,
pr´ıpadne aj komunika´ciu, ktora´ nesie kompromituju´ce da´ta, teda roˆzne u´toky a exploity.
Druhou vy´znamnou pozˇiadavkou pri na´vrhu je tiezˇ jednoduchost’ pouzˇ´ıvania uzˇ´ıvatel’om,
ktory´ nemus´ı potrebovat’ doˆkladne´ znalosti princ´ıpu obfuska´cie.
Doˆlezˇitou cˇastou na´vrhu je definovanie predpokladanej sˇtruktu´ry a topolo´gie siete, v kto-
rej moˆzˇe byt’ obfuska´cia pouzˇ´ıvana´. Z pozˇiadavky, na pouzˇ´ıvanie obfuska´cie v rozsiahlom
siet’ovom prostred´ı, vyply´va preto nutnost’ distribuovat’ jednotlive´ moduly v ra´mci danej si-
ete. V popise sa z tohto doˆvodu zameriame oddelene na sˇpecifika´ciu nosnej obfuskacˇnej cˇasti
programu a na druhej strane, na definovanie distribuovane´ho, podporne´ho proxy modulu,
ktory´ bude deko´dovat’ da´ta vo vnu´tornej sieti.
3.1 Architektu´ra ciel’ovej siete
Pri na´vrhu knizˇnice bolo potrebne´ urcˇit’ priblizˇnu´ topolo´giu siete, do ktorej moˆzˇe byt’
obfuskacˇna´ knizˇnica nasadena´, pretozˇe od tejto charakteristiky sa odv´ıja cely´ d’alˇs´ı na´vrh
knizˇnice. Ocˇaka´vana´ sˇtruktu´ra siete je uvedena´ na obra´zku 3.1.
Nasadenie knizˇnice, ako vyply´va z obra´zku 3.1, ocˇaka´va prostredie, v ktorom existuje
nejaka´ vnu´torna´ siet’, komunikuju´ca s okolity´m svetom prostredn´ıctvom siet’ovej bra´ny.
Predpoklada´ sa, zˇe siet’ova´ bra´na je vybavena´ IDS syste´mom, pr´ıpadne sondou, a teda
vsˇetka komunika´cia precha´dzaju´ca z vonkajˇsej siete do vnu´tornej, a naopak, je kontrolo-
vana´ IDS syste´mom, ktory´ je schopny´ kontrolovat’ a odhalit’ pr´ıpadne´ pokusy o prenos
kompromituju´cich da´t. Na pocˇ´ıtacˇe v samotnej chra´nenej vnu´tornej sieti nie su´ kladene´
d’alˇsie sˇpecificke´ pozˇiadavky, knizˇnica by teda mala byt’ schopna´ pracovat’ bez ohl’adu na
architektu´ru vnu´tornej siete.
Vy´znamny´m prvkom zabezpecˇuju´cim realiza´ciu samotnej obfuska´cie je aj proxy modul,
ktory´ sa mus´ı nacha´dzat’ vo vnu´tornej chra´nenej sieti. Predpokladom teda je, zˇe na niekto-
rom hostitel’skom pocˇ´ıtacˇi vo vnu´tornej sieti tento proxy modul bezˇ´ı. U´lohou proxy modulu
je deko´dovat’ pricha´dzaju´cu obfuskovanu´ komunika´ciu a zabezpecˇit’ jej d’alˇsie sˇ´ırenie vo
vnu´tornej sieti.
Obfuska´cia by prakticky bez proxy modulu nebola mozˇna´, pretozˇe pri zasielan´ı ob-
fuskovane´ho toku priamo na ciel’ovy´ pocˇ´ıtacˇ, by boli mozˇnosti transforma´cie komunika´cie
znacˇne obmedzene´, pr´ıpadne rea´lne nerealizovatel’ne´, pretozˇe by pr´ıjemca nebol schopny´
obfuskovane´ da´ta deko´dovat’. Doˆvodom je, zˇe v tomto pr´ıpade by museli byt’ dodrzˇiavane´
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Obra´zok 3.1: Pr´ıklad topolo´gie siete
sˇtandardy komunika´cie obfuskovane´ho protokolu a pre nemodifikovane´ho pr´ıjemcu by bolo
deko´dovanie da´t nerea´lne. Vzhl’adom na tieto vlastnosti, bol zvoleny´ pr´ıstup riesˇenia s proxy
modulom, ktory´ je efekt´ıvnejˇs´ı ako sˇpecificka´ modifika´cia klienta pr´ıjemcu.
Vlastne´ zavedenie proxy modulu do chra´nenej siete ta´to pra´ca priamo neriesˇi, pretozˇe
je sˇpecificke´ vzhl’adom na konkre´tnu sˇtruktu´ru chra´nenej siete a tiezˇ za´vis´ı aj od spoˆsobu
vyuzˇitia knizˇnice. V pr´ıpade pouzˇ´ıvania knizˇnice pri penetracˇnom testovan´ı, stacˇ´ı modul jed-
noducho nainsˇtalovat’ v danej sieti. Na druhej strane, pri ofenz´ıvnom vyuzˇ´ıvan´ı u´tocˇn´ıkom,
je potrebne´ odhalit’ zranitel’ne´ miesta niektore´ho z hostitel’ov, prelomit’ pocˇ´ıtacˇ a po eskalo-
van´ı pr´ıstupovy´ch pra´v zabezpecˇit’ distribu´ciu a spustenie proxy modulu. Potom je mozˇne´
obfuskovat’ u´toky na d’alˇsie pocˇ´ıtacˇe v ra´mci danej siete.
Ako vyply´va z popisu, tak cela´ obfuskovana´ komunika´cia je smerovana´ z vonkajˇsej siete
cez siet’ovu´ bra´nu do proxy modulu. Proxy modul zabezpecˇ´ı na za´klade definovany´ch para-
metrov deko´dovanie pricha´dzaju´ceho da´tove´ho toku a rozhodne, kam bude doko´dovana´ ko-
munika´cia vo vnu´tornej sieti smerovana´. To znamena´, zˇe u´lohou knizˇnice je zabezpecˇit’ a za-
maskovat’ odcha´dzaju´cu komunika´ciu v smere do vnu´tornej chra´nenej siete tak, aby nedosˇlo
k jej odhaleniu a pri analy´ze v detekcˇnom syste´me siet’ovej bra´ny nevykazovala zˇiadne
zna´mky nesˇtandardnej komunika´cie (anoma´lie), a teda javila sa vo vsˇetky´ch pr´ıpadoch ako
skutocˇna´ korektna´ komunika´cia dany´m protokolom.
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3.2 Princ´ıp fungovania a pouzˇitia knizˇnice
Za´kladny´ princ´ıp fungovania obfuskacˇnej knizˇnice je postaveny´ na transforma´cii od-
cha´dzaju´cej komunika´cie, ktora´ spada´ pod pravidla´ obfuska´cie a jej na´slednom zaslan´ı
v transformovanej podobe na proxy modul. Proxy modul mus´ı poskytnu´t’ deko´dovanie tejto
pricha´dzaju´cej komunika´cie a na za´klade definovany´ch parametrov jej d’alˇsiu distribu´ciu vo
vnu´tornej sieti.
Proxy modul v tomto pr´ıpade zabezpecˇuje aj, aby boli pr´ıpadne´ odpovede od ciel’ove´ho
pocˇ´ıtacˇa zasielane´ proxy modulu a nie priamo von zo siete. Z tohto doˆvodu je potrebne´ vy-
konat’ dynamicku´ modifika´ciu hlavicˇiek zasielany´ch paketov tak, aby obsahovali namiesto
skutocˇnej IP adresy, podvrhnutu´ adresu proxy modulu. Ty´mto sa dosiahne, zˇe proxy mo-
dul bude fungovat’ ako prostredn´ık komunika´cie medzi uzˇ´ıvatel’om knizˇnice a ciel’ovy´m
pocˇ´ıtacˇom.
Na strane programu, vyuzˇ´ıvaju´ceho knizˇnicu, je potrebne´ vykona´vat’ odchyta´vanie od-
cha´dzaju´cej komunika´cie pokrocˇily´m spoˆsobom, pretozˇe ciel’om je, aby uzˇ´ıvatel’ nemusel ni-
jako modifikovat’, pr´ıpadne konfigurovat’ vlastny´ komunikacˇny´ klient, ktory´ chce vyuzˇit’ pri
zasielan´ı da´t do vnu´tornej chra´nenej siete. Knizˇnica z tohto doˆvodu zabezpecˇ´ı odchyta´vanie
odosielany´ch paketov na syste´movej u´rovni, ked’ doˆjde k zako´dovaniu/deko´dovaniu obfusko-
vane´ho toku na u´rovni jadra operacˇne´ho syste´mu, cˇ´ım sa stane obfuska´cia pre vysˇsˇie vrstvy
prakticky neviditel’na´. Tieto vlastnosti predstavuju´ doˆlezˇity´ prvok pri na´vrhu knizˇnice, aby
sme dosiahli mozˇnost’ cˇo najefekt´ıvnejˇsieho a najintuit´ıvnejˇsieho spoˆsobu mozˇne´ho vyuzˇitia
uzˇ´ıvatel’om.
3.2.1 Diagram pr´ıpadov pouzˇitia
Mozˇnosti pouzˇ´ıvania knizˇnice su´ znacˇne ovplyvnene´ doˆrazom na jej jednoduche´, in-
tuit´ıvne a efekt´ıvne rozhranie. Uzˇ´ıvatel’ z tohto doˆvodu moˆzˇe pri implementa´cii vyuzˇit’ jedine´
rozhranie knizˇnice, ktore´ poskytuje mozˇnosti nastavenia a riadenia obfuskacˇne´ho procesu.
Interakcia uzˇ´ıvatel’a s rozhran´ım knizˇnice je zobrazena´ pomocou diagramu pr´ıpadov uzˇitia,
ktory´ je su´cˇast’ou modelovacieho jazyka UML, na obra´zku 3.2.
Jednotlive´ pr´ıpady pouzˇitia knizˇnice si strucˇne pop´ıˇseme:
• Konfigura´cia kniˇznice - Zdruzˇuje kompletne´ nastavenie knizˇnice, ked’ moˆzˇe uzˇ´ıvatel’
nastavit’ za´kladne´ parametre obfuska´cie, ako IP adresa ciel’ove´ho pocˇ´ıtacˇa, pr´ıpadne
maska celej ciel’ovej siete. Uzˇ´ıvatel’ovi je taktiezˇ umozˇnene´ sˇpecifikovat’ parametre ob-
fuska´cie, ako vy´ber pouzˇ´ıvane´ho obfuskacˇne´ho modulu a jeho konfigura´cia, pr´ıpadne
podrobnejˇsie sˇpecifikovanie odosielany´ch obfuskovany´ch da´t. Vlastna´ konfigura´cia pre-
bieha pomocou konfiguracˇne´ho su´boru, podrobnosti o jeho syntaxi a se´mantike su´
pop´ısane´ v odpovedaju´cej kapitole 3.8.
• Synchroniza´cia s proxy modulom - Pred spusten´ım samotnej obfuska´cie je potrebne´
vykonat’ synchroniza´ciu s proxy modulom, ktory´ sa nacha´dza vo vnu´tri chra´nenej sie-
te. Pri synchroniza´cii sa v prvej fa´ze nadviazˇe spojenie, vykona´ sa autentiza´cia proxy
modulu vocˇi uzˇ´ıvatel’ske´mu programu pouzˇ´ıvaju´ceho knizˇnicu, zabezpecˇ´ı sa synchro-
niza´cia obfuskacˇny´ch nastaven´ı a obe strany sa pripravia na vza´jomnu´ komunika´ciu.
• Spustenie obfuska´cie - Umozˇnˇuje uzˇ´ıvatel’ovi zaha´jit’ obfuskacˇny´ proces, ked’ doˆjde
k zavedeniu prvkov knizˇnice do hostitel’ske´ho syste´mu, pricˇom doˆjde k presmerovaniu
komunika´cie spadaju´cej do obfuskacˇny´ch krite´ri´ı do proxy modulu a komunika´cia
bude za´rovenˇ transformovana´ zvoleny´m obfuskacˇy´m modulom. Knizˇnica v tomto
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Obra´zok 3.2: Diagram pr´ıpadov pouzˇitia
pr´ıpade zabezpecˇ´ı kompletnu´ obsluhu spracova´vany´ch da´t, spra´vu obsluzˇny´ch vla´ken
slu´zˇiacich na spracova´vanie da´tovy´ch paketov a podobne.
• Ukoncˇenie obfuska´cie - Zabezpecˇ´ı uzˇ´ıvatel’ovi ukoncˇenie obfuskacˇne´ho procesu, ked’
doˆjde k uvol’neniu zdrojov vyuzˇ´ıvany´ch knizˇnicou, ukoncˇeniu obsluzˇny´ch vla´ken pouzˇ´ı-
vany´ch na obsluhu a na´vratu pouzˇ´ıvany´ch prvkov operacˇne´ho syste´mu do poˆvodne´ho
stavu pred spusten´ım.
Hlavny´m doˆvodom vytvorenia take´hoto jednoduche´ho rozhrania, je snaha o cˇo najvysˇsˇie
zapuzdrenie samotnej obfuska´cie pred uzˇ´ıvatel’om, pretozˇe samotna´ obfuska´cia bude musiet’
prebiehat’ na nizˇsˇej syste´movej u´rovni, hlavne z doˆvodu, zˇe na transforma´ciu komunika´cie
sa vyuzˇiju´ cˇiastocˇne aj prvky hostitel’ske´ho operacˇne´ho syste´mu. Podrobnejˇsie na imple-
menta´ciu sa zameriava odpovedaju´ca kapitola 3.3.
Vy´hodou tohto riesˇenia je, zˇe uzˇ´ıvatel’ po pocˇiatocˇnom nastaven´ı knizˇnice, pomocou kon-
figuracˇne´ho su´boru a spusten´ı obfuskacˇne´ho procesu, nemus´ı vykonat’ zˇiadne d’alˇsie opera´cie
pri komunika´cii so vzdialeny´m pocˇ´ıtacˇom. Na komunika´ciu postacˇuju´ bezˇne´ aplika´cie, ktore´
by sa vyuzˇ´ıvali aj v pr´ıpade, zˇe sa nepouzˇ´ıva obfuskacˇna´ knizˇnica. Toto riesˇenie tiezˇ po-
skytuje mozˇnost’ pouzˇit’ knizˇnicu u´tocˇn´ıkom aj reverzny´m spoˆsobom, ked’ by dosˇlo k dis-
tribu´cii nakonfigurovane´ho obfuskacˇne´ho programu svojej obeti. Pomocou cˇiastocˇne upra-
vene´ho proxy modulu by potom mohol u´tocˇn´ık odpocˇu´vat’ komunika´ciu urcˇity´m protoko-
lom, pr´ıpadne vykonat’ nejaky´ man-in-the-middle u´tok.
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3.3 Sˇtruktu´ra knizˇnice
Na za´klade prvotne´ho na´vrhu popisu ocˇaka´vane´ho fungovania riesˇenej obfuska´cie, bolo
potrebne´ vytvorit’ abstraktny´ model, popisuju´ci rozlozˇenie jednotlivy´ch komponent ob-
fuskacˇnej knizˇnice a jej rozhranie urcˇene´ na pouzˇitie uzˇ´ıvatel’om. Doˆraz pri vytva´ran´ı sa
kla´dol na jednoduchost’ tohto rozhrania tak, aby bolo jeho pouzˇ´ıvanie intuit´ıvne a efekt´ıvne.
Na druhej strane vy´znamny´m krite´riom bolo vytvorenie na´vrhu, ktory´ by umozˇnˇoval d’alˇsie
mozˇnosti pre budu´ce rozsˇ´ırenie o nove´ moduly. V su´cˇasnej verzii obsahuje knizˇnica im-
plementa´ciu dvoch obfuskacˇny´ch modulov, konkre´tne modulu zamerane´ho na obfuska´ciu
zvoleny´ch komunikacˇny´ch protokolov a modulu slu´zˇiaceho na maskovanie komunika´cie vy-
kona´vaju´cej skenovanie otvoreny´ch portov ciel’ove´ho pocˇ´ıtacˇa.
Ako najefekt´ıvnejˇs´ı spoˆsob popisu sˇtruktu´ry sa jav´ı pouzˇitie diagramu tried jazyka UML,
v ktorom zobraz´ıme jednotlive´ triedy figuruju´ce v obfuskacˇnej knizˇnici a vza´jomne´ vzt’ahy
medzi nimi. Vytvorenu´ sˇtruktu´ru moˆzˇeme vidiet’ na obra´zku 3.3, jednotlive´ triedy si po-
drobnejˇsie pop´ıˇseme v nasleduju´cich podsekcia´ch.
3.3.1 Trieda ObfusLibInterface
Trieda ObfusLibInterface tvor´ı jedine´ rozhranie knizˇnice, ktore´ by malo byt’ pouzˇ´ıvane´
uzˇ´ıvatel’om, jedna´ sa teda o najvysˇsˇiu triedu vo vytvorenej hierarchii. Trieda zabezpecˇuje
inicializa´ciu podriadeny´ch komponent, ich vza´jomnu´ komunika´ciu, synchroniza´ciu, riade-
nie obfuska´cie na za´klade vstupny´ch nastaven´ı a spra´vu spolocˇny´ch vyuzˇ´ıvany´ch zdrojov
knizˇnice.
Jednotlive´ vy´znamne´ meto´dy tejto triedy si strucˇne pop´ıˇseme:
• config - umozˇn´ı uzˇ´ıvatel’ovi definovat’ nastavenie knizˇnice na za´klade pozˇadovany´ch
krite´ri´ı obfuska´cie. Ako vstup sa ocˇaka´va na´zov konfiguracˇne´ho su´boru, ktory´ obsahuje
defin´ıciu potrebny´ch nastaven´ı. Podrobnejˇs´ı popis sˇtruktu´ry konfiguracˇne´ho su´boru
je zahrnuty´ v odpovedaju´cej kapitole 3.8. Implementa´cia tejto meto´dy teda odpoveda´
pr´ıpadu pouzˇitia
”
Konfigura´cia kniˇznice“, pop´ısanej v diagrame pr´ıpadov pouzˇitia
knizˇnice z kapitoly 3.2.1.
• syncProxy - vykona´ synchroniza´ciu knizˇnice s proxy modulom, ktory´ sa nacha´dza
vo vnu´tornej chra´nenej sieti. Su´cˇast’ou synchroniza´cie je aj autentiza´cia proxy vocˇi
knizˇnici, vytvorenie vza´jomne´ho komunikacˇne´ho kana´la a zjednotenie parametrov ob-
fuska´cie medzi oboma stranami. Obdobne, ako v predosˇlom pr´ıpade odpoveda´ imple-
menta´cia meto´dy pr´ıpadu pouzˇitia
”
Synchroniza´cia s proxy modulom“.
• start - zabezpecˇ´ı spustenie samotne´ho obfuskacˇne´ho procesu, ked’ sa uvedie do
cˇinnosti zvoleny´ nakonfigurovany´ obfuskacˇny´ modul. Kompletne´ riadenie behu prevez-
me dany´ pouzˇity´ obfuskacˇny´ modul a rozhranie knizˇnice pas´ıvne cˇaka´ na ukoncˇenie.
Ukoncˇenie moˆzˇe nastat’ dvomi spoˆsobmi, konkre´tne zaslan´ım signa´lu SIGINT pro-
gramu, pr´ıpadne, ak doˆjde k prerusˇeniu nadviazane´ho spojenia s proxy modulom.
Implementa´cia tejto meto´dy odpoveda´ pr´ıpadu pouzˇitia
”
Spustenie obfuska´cie“ z po-
p´ısane´ho diagramu pr´ıpadov pouzˇitia.
• stop - jedna´ sa o pomocnu´ priva´tnu meto´du, ktora´ slu´zˇi na bezpecˇne´ ukoncˇenie
obfuskacˇne´ho procesu v pr´ıpade, ak zasˇle uzˇ´ıvatel’ signa´l na zastavenie. V tomto
pr´ıpade doˆjde k bezpecˇne´mu ukoncˇeniu pouzˇ´ıvany´ch modulov a vra´tenie riadenia
uzˇ´ıvatel’ske´mu programu, ktory´ knizˇnicu pouzˇ´ıva.
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• parseConfigFile - pomocna´ meto´da slu´zˇiaca na extrakciu da´t z konfiguracˇne´ho
su´boru zadane´ho pri inicializa´cii knizˇnice. Meto´da zabezpecˇ´ı kontrolu konfiguracˇne´ho
su´boru, odstra´nenie se´manticky nevy´znamny´ch riadkov a z´ıskanie konkre´tnych hodnoˆt
parametrov obfuska´cie.
• processConfigString - meto´da vyuzˇ´ıvana´ pri spracovan´ı jednotlivy´ch pr´ıkazov z´ıs-
kany´ch z konfiguracˇne´ho su´boru, slu´zˇiaca najma¨ na rozdelenie konfiguracˇne´ho riadku
na hodnotu pr´ıkazu a hodnoty parametrov. Meto´da je vyuzˇ´ıvana´ pri spracova´van´ı
pomocou predosˇlej meto´dy parseConfigFile.
Zvysˇne´ implementovane´ meto´dy triedy obfusLibInterface nemaju´ z hl’adiska samot-
nej funkcˇnosti valny´ vy´znam, slu´zˇia iba na jednotny´ forma´t vy´stupu knizˇnice. Konkre´tne
printError umozˇnˇuje forma´tovany´ vy´pis chybove´ho hla´senia, napr´ıklad v pr´ıpade chyb-
nej inicializa´cie a podobne. Meto´da printObfuscationInfo vypisuje su´hrnne´ informa´cie
pre uzˇ´ıvatel’a o aktua´lnom nastaven´ı knizˇnice, ktore´ su´ vyp´ısane´ pred spusten´ım vlastne´ho
obfuskacˇne´ho procesu.
3.3.2 Trieda Obfuscator
Trieda Obfuscator predstavuje nosnu´ cˇast’ implementa´cie obfuska´cie. Jedna´ sa o abs-
traktnu´ triedu, obsahuju´cu spolocˇne´ prvky jednotlivy´ch obfuskacˇny´ch modulov, ktora´ d’alej
slu´zˇi pri vytva´ran´ı konkre´tnych implementa´cii novy´ch modulov, ked’ kazˇdy´ modul mus´ı de-
dit’ rozhranie tejto triedy. Implementa´cia tejto triedy je zamerana´ na vykonanie potrebny´ch
inicializa´cii, ktore´ su´ nutne´ pre beh konkre´tneho obfuskacˇne´ho modulu, na druhej strane tiezˇ
riesˇi vytvorenie, spra´vu, pr´ıpadne ukoncˇenie obsluzˇne´ho vla´kna spracova´vany´ch paketov.
Strucˇne si pop´ıˇseme nosne´ meto´dy tejto triedy:
• start - Verejna´ meto´da, ktora´ je ale cˇisto virtua´lnou, a teda vlastnu´ implementa´ciu je
potrebne´ definovat’ v konkre´tnom obfuskacˇnom module. Meto´da by mala zabezpecˇit’
vytvorenie virtua´lnej fronty paketov, pre ktoru´ definuje odpovedaju´cu callback funk-
ciu. Callback funkcia je spustena´ vzˇdy, ked’ sa vo fronte objav´ı novy´ paket a slu´zˇi na
jeho obsluhu. Z tohto doˆvodu je potreba riesˇit’ implementa´ciu tejto meto´dy a callback
funkcie jednotlivo pre kazˇdy´ samostatny´ obfuskacˇny´ modul, pretozˇe callback funkcie
sa budu´ l´ıˇsit’ vzhl’adom na inu´ formu obfuska´cie.
• stop - Pomocna´ verejna´ meto´da, riesˇiaca synchroniza´ciu obsluzˇne´ho vla´kna pri nut-
nosti jeho ukoncˇenia, cˇ´ım sa ukoncˇ´ı cˇinnost’ cele´ho obfuskacˇne´ho modulu.
• initQueue - Pomocna´ meto´da vykona´vaju´ca prvotnu´ inicializa´ciu virtua´lnej fronty
paketov. Meto´du je potrebne´ pouzˇit’ pri implementa´cii meto´dy start v odvodenej
triede pred registrovan´ım callback funkcie dane´ho modulu. Meto´da zabezpecˇ´ı korektne´
vytvorenie a naviazanie fronty na syste´move´ sˇtruktu´ry.
• createQueue - Doplnˇuju´ca meto´da k initQueue, ktora´ vykona´va dokoncˇenie inici-
aliza´cie virtua´lnej fronty paketov a jej fina´lne vytvorenie. Meto´du je nutne´ pouzˇit’
azˇ po registra´cii callback funkcie, pretozˇe ta´to hodnota je pri vytva´ran´ı pozˇadovana´.
Meto´da tiezˇ vytvor´ı nove´ obsluzˇne´ vla´kno programu, ktore´ bude spracu´vat’ novo vy-
tvorenu´ frontu.
• startThread - Meto´da slu´zˇiaca na spustenie nove´ho vla´kna v danom obfuskacˇnom
module. Meto´da zabezpecˇuje, aby mal v pr´ıpade potreby kazˇdy´ objekt triedy svoje
vlastne´ obsluzˇne´ vla´kno.
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+start() : int
+stop() : int
#initQueue() : int
#createQueue() : int
#start_thread()
#handlePackets()
#printError()
#printWarning()
#cleanIptables() : int
#iptablesOutputStartCommand
#queueFileDescriptor : int
#recievedLen : int
#buffer : char
#libraryHandler : nfq_handle
#queueHandler : nfq_q_handle
#mThread : pthread_t
#mStoprequested : bool
#mRunning : bool
#cData : callbackData
Obfuscator
+start() : int
+iptablesInitComands() : int
ProtocolObfuscator
+start() : int
+iptablesInitComands() : int
PortScanObfuscator
+isOk() : bool
+parsePacket() : int
+parseTCPHeader() : int
+getPacketType() : int
+getIPProtocol() : u_int8_t
+getSourceIP() : u_int32_t
+getDestinationIP() : u_int32_t
+getIPHeaderLen() : u_int16_t
+getIPDataLength() : u_int16_t
+getSourcePort() : u_int16_t
+getDestinationPort() : u_int16_t
+getTCPData() : u_int8_t *
+getTCPPacket() : u_int8_t *
+getTCPHeaderLen() : u_int16_t
+getTCPFlags() : u_int8_t
+getTCPSeq() : u_int32_t
+getTCPSeqAck() : u_int32_t
+getTCPWinSize() : u_int16_t
+getTCPUrgPoint() : u_int16_t
+getTCPOptions() : u_int8_t *
+getUDPData() : u_int8_t *
-packetType : int
-ipv4Header : iphdr
-tcpHeader : tcphdr
-udpHeader : udphdr
PacketParser
+syncWithProxy() : int
+disconnect() : int
+forwardPacketToOutput() : int
+intToHexString() : string
+hexStringToInt() : int
-printError()
-printLibnetError()
-startThread()
-handleInputPackets()
-processInput() : int
-decodeObfuscatedData() : u_int8_t *
-createObfuscatedData() : string *
-decodeHashData() : u_int8_t *
-initSSL()
-cleanSSL()
-libnetHandler : libnet_t
-errBuff : char
-basicBIO : BIO *
-acceptBIO : BIO *
-clientBIO : BIO *
-sslContext : SSL_CTX *
-ssl : SSL *
-settings : settingsData
-readBuffer : u_int8_t *
-mThread : pthread_t
-mStoprequested : bool
-mRunning : bool
-connected : bool
InputOutputForwarder
+config() : int
+syncProxy() : int
+start() : int
-stop() : int
-printError()
+parseConfigFile() : int
+processConfigString() : const char *
+printObfuscationInfo()
-obfuscatorOutput : Obfuscator
-oForwarder : InputOutputForwarder
-settings : settingsData
ObfusLibInterface
«uses»
1
*
«uses»
«uses»
+mode : int
+obfusDestPorts : vector<int> *
+obfusIP : string *
+encrypted : bool
+includeLength : int
+authHash : string *
+clientPrefix : string *
+clientSuffix : string *
+serverPrefix : string *
+serverSuffix : string *
settingsData
«uses»
«uses»
Obra´zok 3.3: Diagram tried obfuskacˇnej knizˇnice
• handlePackets - Meto´da predstavuju´ca obsluzˇnu´ funkciu paketu, ked’ vlastna´ ob-
sluha je vykona´vana´ spomı´nany´m novo vytvoreny´m vla´knom. Vd’aka pouzˇitiu vo-
lania nove´ho vla´kna pomocou meto´dy startThread, predstavuje ta´to funkcia imple-
menta´ciu funkcˇnosti cele´ho vla´kna, teda jedna´ sa o spracovanie paketu, ktory´ vyhovuje
obfuskacˇny´m krite´ria´m a nacha´dza sa vo virtua´lnej fronte paketov.
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Dˇalˇsie meto´dy triedy Obfuscator maju´ prevazˇne pomocny´ charakter, ked’ meto´dy
printError a printWarning zabezpecˇuju´ jednotny´ vy´pis chybovy´ch hla´sen´ı a varovan´ı
pre danu´ triedu. Meto´da cleanIptables zjednodusˇuje uvol’nenie pouzˇ´ıvany´ch zdrojov mo-
dulu a pri ukoncˇen´ı jeho behu zabezpecˇ´ı navra´tenie syste´movy´ch sˇtruktu´r host’uju´ceho
operacˇne´ho syste´mu do poˆvodne´ho stavu.
3.3.3 Triedy ProtocolObfuscator a PortScanObfuscator
Triedy protocolObfuscator a portScanObfuscator predstavuju´ konkre´tnu implemen-
ta´ciu obfuskacˇny´ch modulov, ked’ prva´ menovana´ trieda implementuje maskovanie ko-
munika´cie zvoleny´m protokolom, druha´ riesˇi maskovanie kompletne´ho skenovania portov
ciel’ovej stanice. Obe triedy vycha´dzaju´ z triedy Obfuscator, od ktorej dedia spolocˇne´
meto´dy a teda aj jej rozhranie.
Triedy sa sˇpecializuju´ na implementa´ciu sˇpecificky´ch callback funkci´ı, ktore´ su´ vytvo-
rene´ vzhl’adom na pozˇiadavky dane´ho obfuskacˇne´ho modulu. K vyvolaniu callback funkcie
doˆjde v pr´ıpade, ak meto´da rodicˇovskej triedy handlePackets zachyt´ı da´tovy´ paket v spra-
vovanej virtua´lnej fronte. U´lohou callback funkcie je analyzovat’ tento paket a na za´klade
obfuskacˇny´ch krite´ri´ı, bud’ zaslat’ paket do vstupno-vy´stupne´ho modulu, ktory´ zabezpecˇ´ı za-
slanie v transformovanej podobe do proxy modulu, pr´ıpadne ak paket nevyhovuje krite´ria´m,
je zaslany´ v nezmennej podobe na poˆvodne´ miesto urcˇenia.
Meto´dy su´ spolocˇne´ pre obe popisovane´ triedy, pretozˇe triedy su´ odvodene´ z nadrade-
nej triedy Obfuscator, je zrejme´, zˇe musia implementovat’ zdedenu´ meto´du start, kde sa
vykona´ registra´cia callback funkcie do virtua´lnej fronty, pre dany´ typ riesˇenej obfuska´cie.
Sˇpecifickou meto´dou je iptablesInitComands, ktora´ slu´zˇi na pocˇiatocˇnu´ inicializa´ciu a vy-
tvorenie pr´ıkazov, ktore´ budu´ pouzˇ´ıvane´ pri odchyta´van´ı odcha´dzaju´cej komunika´cie. Pra-
vidla´ su´ sˇpecificke´ pre jednotlive´ typy obfuska´cie, a preto kazˇdy´ modul mus´ı implementovat’
tu´to meto´du vo vlastnej re´zˇii.
3.3.4 Trieda InputOutputForwarder
Trieda InputOutputForwarder zastresˇuje riesˇenie komunika´cie s proxy modulom, ked’
vykona´va odosielanie paketov, ktore´ho su´cˇast’ou je aj ich zako´dovanie do obfuskovanej po-
doby. Trieda na druhej strane tiezˇ zabezpecˇuje prij´ımanie da´t v smere od proxy modulu,
ich spa¨tne´ deko´dovanie a spracovanie, ktore´ zahr´nˇa vlozˇenie paketu obsahuju´ceho da´ta od-
povede pre danu´ komunika´ciu do hostitel’ske´ho syste´mu tak, aby komunikuju´ca aplika´cia
nebola schopna´ poznat’, zˇe komunika´cia bola obfuskovana´.
Implementa´cia tejto triedy je vy´znamna´ z hl’adiska zachovania transparentnosti kniˇznice
vocˇi siet’ovej komunika´cii, ktoru´ obfuskuje. Za´rovenˇ implementuje samotne´ obfuskacˇne´ me-
to´dy, ktory´mi sa transformuju´ zasielane´ da´ta. V su´cˇasnej verzii su´ pouzˇite´ meto´dy zalozˇene´
na maskovan´ı protokolu (2.1.3) a kryptograficke´ meto´dy (2.1.1) postavene´ na sˇifrovan´ı da´t.
Podrobnejˇsie sa na detaily komunika´cie zameriame v kapitole 3.7.
Signifikantne´ meto´dy tejto triedy si strucˇne pop´ıˇseme:
• syncWithProxy - Meto´da slu´zˇiaca na vytvorenie spojenia s proxy modulom na najnizˇ-
sˇej u´rovni, zahr´nˇaju´ca pra´cu so siet’ovy´mi socketmi, autentiza´ciu proxy modulu a po-
dobne. Na za´klade parametrov obfuska´cie sa vytvor´ı bud’ sˇifrovane´ alebo nesˇifrovane´
spojenie, ktore´ bude spravovane´ touto triedou.
• disconnect - Meto´da zabezpecˇuju´ca prerusˇenie komunika´cie s proxy modulom, v pr´ı-
pade ak je potrebne´ ukoncˇit’ obfuskacˇny´ proces. Po zavolan´ı tejto meto´dy teda doˆjde
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ku korektne´mu ukoncˇeniu spravovanej komunika´cie, ktore´ zahr´nˇa tiezˇ vy´menu syn-
chronizacˇny´ch spra´v medzi oboma stranami.
• forwardPacketToOutput - Nosna´ meto´da triedy, ktora´ slu´zˇi na zaslanie paketu proxy
modulu, vyuzˇ´ıva sa najma¨ obfuskacˇny´mi modulmi pri spracova´van´ı paketu. Po pre-
dan´ı da´t, ktore´ boli zachytene´ a su´ urcˇene´ na obfuska´ciu, meto´da vykona´ ich korektne´
zaslanie do proxy modulu. Samozrejmost’ou je zamaskovanie ty´chto da´t pomocou
d’alˇs´ıch transformacˇny´ch funkci´ı.
• handleInputPackets - Vy´znamna´ funkcia, ktora´ implementuje spracu´vanie pricha´-
dzaju´cich paketov od proxy modulu. Jej u´lohou je prijate´ da´ta rozlozˇit’ na cˇasti pred-
stavuju´ce jednotlive´ pakety, pretozˇe v pr´ıpade komunika´cie s proxy modulom moˆzˇe
docha´dzat’ k roˆznej fragmenta´cii a zjednocovaniu. Meto´da teda z´ıskava obfuskovane´
da´ta jednotlivy´ch prena´sˇany´ch paketov a posu´va ich na d’alˇsie spracovanie meto´de
procesInput. Implementa´cia tejto obsluhy je riesˇena´ samostatny´m vla´knom pro-
gramu, aby bolo mozˇne´ spracova´vat’ pricha´dzaju´ce pakety neza´visle na odosielany´ch
da´tach.
• procesInput - Na za´klade parametrov obfuskacˇne´ho procesu deko´duje da´ta paketu,
vytvor´ı teda spa¨tnu´ transforma´ciu da´t, zrekonsˇtruuje z nich novy´ paket, ktory´ bude
vlozˇeny´ na spracovanie operacˇne´mu syste´mu ako sˇtandardny´ prijaty´ paket zo siet’o-
ve´ho rozhrania. Spra´vne zostrojenie tohto paketu je pomerne doˆlezˇite´ na zachovanie
transparentnosti pra´ce knizˇnice v hostitel’skom syste´me.
• createObfuscatedData, decodeObfuscatedData - Podporne´ meto´dy, vyuzˇ´ıvane´ pre-
dosˇly´mi pop´ısany´mi meto´dami, ktore´ slu´zˇia na vytvorenie obfuskovanej podoby z da´t,
pr´ıpadne ich poˆvodnej podoby z obfuskovany´ch da´t. Meto´da vyuzˇ´ıva u´daje o para-
metroch obfuska´cie na vytvorenie transforma´cie, ktora´ sp´lnˇa zadane´ pozˇiadavky. Po-
drobnejˇsie sa na vykona´vanie samotnej transforma´cie da´t zameriame v odpovedaju´cej
kapitole 3.7.
• intToHexString, hexStringToInt - Predstavuju´ pomocne´ meto´dy, ktore´ preva´dzaju´
da´ta z cˇ´ıselnej reprezenta´cie na reprezenta´ciu ret’azcom a spa¨t’. Meto´dy su´ pouzˇ´ıvane´
v pr´ıpade vykona´vania nesˇifrovanej obfuska´cie, ked’ je v niektory´ch pr´ıpadoch po-
trebne´ prena´sˇat’ paketove´ da´ta v otvorenej textovej podobe.
• decodeHashData - Podporna´ meto´da zabezpecˇuju´ca deko´dovanie prijaty´ch auten-
tizacˇny´ch da´t zaslany´ch od proxy modulu do podoby, aby mohli byt’ porovnane´ s po-
zˇadovanou hodnotou, ktora´ je vyzˇadovana´ na korektnu´ autentiza´ciu.
• initSSL, cleanSSL - Meto´dy slu´zˇiace na jednotnu´ inicializa´ciu a uvol’nenie zdrojov,
ktore´ su´ nevyhnutne´ na ustanovenie sˇifrovanej komunika´cie medzi oboma stranami.
K inicializa´cii spojenia sˇifrovane doˆjde iba na za´klade explicitne´ho nastavenia v kon-
figuracˇnom su´bore, inak komunika´cia prebieha v otvorenej podobe.
Dˇalˇsie meto´dy tejto triedy maju´ podporny´ charakter, ked’ startThread vykona´va ob-
dobnu´ funkciu ako rovnomenna´ meto´da v triede Obfuscator. Zvysˇne´ meto´dy implemento-
vane´ v tejto triede potom slu´zˇia iba na zjednotenie vy´pisu chybovy´ch hla´sen´ı a varovan´ı,
tak ako bolo spomenute´ aj pri predcha´dzaju´cich moduloch.
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3.3.5 Dˇalˇsie triedy obfuskacˇnej knizˇnice
Implementa´cia zvysˇny´ch tried nepredstavuje azˇ taku´ vy´znamnu´ su´cˇast’ vytva´ranej knizˇ-
nice, pretozˇe slu´zˇia v pr´ıpade SettingsData na jednoduchsˇie preda´vanie parametrov ob-
fuska´cie medzi jednotlivy´mi modulmi, ktore´ tieto da´ta vyzˇaduju´ k svojej cˇinnosti. Vy´hodou
samostatnej triedy uchova´vaju´cej tieto da´ta je, zˇe v programe stacˇ´ı vytvorenie jedinej
insˇtancie v riadiacom module, a potom je odkaz na tento objekt preda´vany´ zvysˇny´m mo-
dulom.
Druhu´ podpornu´ triedu tvor´ı implementa´cia PacketParser, ktora´ sa stara´ o spra-
cova´vanie da´tove´ho paketu. Trieda poskytuje vo svojom rozhran´ı mnozˇstvo meto´d slu´zˇiacich
na z´ıskanie va¨cˇsˇiny mozˇny´ch da´t z hlavicˇiek a da´tovej cˇasti paketu. Trieda taktiezˇ kon-
troluje validitu paketu, tak aby nedosˇlo k spracova´vaniu prijate´ho posˇkodene´ho paketu.
Implementa´cia tejto triedy je vyuzˇ´ıvana´ vo vsˇetky´ch moduloch, ktore´ pracuju´ priamo so
siet’ovy´mi da´tami. Vy´hodou je, zˇe ostatne´ moduly nemusia riesˇit’ analy´zu vsˇetky´ch hlavicˇiek
v spracova´vanom pakete, ale vsˇetky potrebne´ u´daje moˆzˇu z´ıskat’ s vyuzˇit´ım tejto triedy.
V tejto sekcii sme pop´ısali za´kladnu´ sˇtruktu´ru obfuskacˇnej knizˇnice, ked’ boli definovane´
princ´ıpy prace jednotlivy´ch modulov a vza´jomnej interakcie medzi nimi. Na podrobnosti
riesˇenia vy´znacˇny´ch cˇast´ı sa podrobnejˇsie zameriame v odpovedaju´cich kapitola´ch v d’alˇsom
texte. Ta´to kapitola mala poskytnu´t’ iba potrebny´ za´klad na rozvinutie riesˇenej problema-
tiky, z tohto doˆvodu sa nezameriavala podrobne na vsˇetky detaily, ktore´ je mozˇne´ dohl’adat’
podrobnejˇsie v projektovej dokumenta´cii, dostupnej na prilozˇenom CD nosicˇi.
3.4 Sˇtruktu´ra proxy modulu
Proxy modul, ktory´ bude pri obfuska´cii distribuovany´ v ciel’ovej sieti, je doˆlezˇity´m prv-
kom navrhovane´ho syste´mu. Hlavnou u´lohou proxy modulu je prijatie obfuskovanej komu-
nika´cie, jej deko´dovanie, rekonsˇtrukcia poˆvodny´ch paketov a ich d’alˇsia distribu´cia v modi-
fikovanej forme do vnu´tornej siete. Sekunda´rnou u´lohou je odchyta´vat’ pakety obsahuju´ce
odpoved’ na predosˇlu´ komunika´ciu, rozoslanu´ v danej sieti, jej na´slednu´ transforma´ciu do
obfuskovanej podoby a zaslanie spa¨t’ druhej strane vyuzˇ´ıvaju´cej knizˇnicu.
Doˆraz pri na´vrhu tejto komponenty je kladeny´ na jej univerza´lnost’, a teda schopnost’
pracovat’ s obfuskovany´m tokom bez ohl’adu na to, aky´ obfuskacˇny´ modul je zvoleny´ na
strane uzˇ´ıvatel’a s knizˇnicou. Abstraktny´ model proxy modulu, pop´ısany´ diagramom tried,
moˆzˇeme vidiet’ na obra´zku 3.4. Pomocne´ triedy, ako PacketParser a SettingsData, su´
vo va¨cˇsˇej miere podobne´, cˇi uzˇ do sˇtruktu´ry alebo funkcionality, ako ich implementa´cia vo
vlastnej knizˇnici (3.3.5), z tohto doˆvodu sa zameriame v d’alˇs´ıch podkapitola´ch iba strucˇne
na popis unika´tnych, dosial’ nepop´ısany´ch tried proxy modulu.
3.4.1 Trieda ProxyLibInterface
Funkcionalita proxy modulu je implementovana´ ako knizˇnica, ktoru´ je mozˇne´ vyuzˇit’
v riadiacom programe, pricˇom trieda ProxyLibInterface tvor´ı jej jedine´ rozhranie. Trieda
je zamerana´ na implementa´ciu riadenia, teda zastresˇuje spra´vu a komunika´ciu medzi jednot-
livy´mi podriadeny´mi komponentmi syste´mu. Trieda taktiezˇ riesˇi inicializa´ciu, vytvorenie,
autentiza´ciu a synchroniza´ciu s uzˇ´ıvatel’sky´m programom vyuzˇ´ıvaju´cim knizˇnicu.
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Jednotlive´ meto´dy si strucˇne pop´ıˇseme:
• libInit - Zabezpecˇuje pocˇiatocˇnu´ inicializa´ciu proxy modulu, ked’ sa vykonaju´ ru-
tinne´ opera´cie slu´zˇiace na podporu spra´vnej funkcie knizˇnice - napr´ıklad nastavenie
obsluhy signa´lov a podobne.
• libConfig - Slu´zˇi na konfigura´ciu proxy modulu, ktora´ prebieha pomocou konfi-
guracˇne´ho su´boru, pop´ısane´ho podrobnejˇsie v samostatnej kapitole 3.8. Konfiguracˇny´
+start() : int
+stop() : int
-initQueue() : int
-createQueue() : int
-startThread()
-handlePackets()
-printError()
-printWarning()
-libraryHandler : nfq_handle
-queueFileDescriptor : int
-recievedLen : int
-buffer : char
-queueHandler : nfq_q_handle
-mThread : pthread_t
-mStoprequested : bool
-mRunning : bool
InputPacketCatcher
+isOk() : bool
+parsePacket() : int
+parseTCPHeader() : int
+getPacketType() : int
+getIPProtocol() : u_int8_t
+getSourceIP() : u_int32_t
+getDestinationIP() : u_int32_t
+getIPHeaderLen() : u_int16_t
+getIPDataLength() : u_int16_t
+getSourcePort() : u_int16_t
+getDestinationPort() : u_int16_t
+getTCPData() : u_int8_t *
+getTCPPacket() : u_int8_t *
+getTCPHeaderLen() : u_int16_t
+getTCPFlags() : u_int8_t
+getTCPSeq() : u_int32_t
+getTCPSeqAck() : u_int32_t
+getTCPWinSize() : u_int16_t
+getTCPUrgPoint() : u_int16_t
+getTCPOptions() : u_int8_t *
+getUDPData() : u_int8_t *
-packetType : int
-ipv4Header : iphdr
-tcpHeader : tcphdr
-udpHeader : udphdr
PacketParser
+libInit() : int
+libConfig() : int
+start()
-printError()
-addIpCmdToList()
-processIpRule() : int
-processInputPacket() : int
-initSSLConnection() : int
-parseConfigFile() : int
-processConfigString() : const char *
-decodeObfuscatedData() : u_int8_t *
-getServerPrefixLength() : int
-connectBIO : BIO *
-ssl : SSL *
-sslContext : SSL_CTX *
-settings : settingsData
-readBuffer : u_int8_t *
-recievedLen : int
-connected : bool
-pForwarder : PacketForwarder
-inputParser : PacketParser
-iCatcher : InputPacketCatcher
ProxyLibInterface
+forwardPacket() : int
+processInput() : int
+processHash() : int
+intToHexString() : string
+hexStringToInt() : int
+setOutputStream()
+setConnection()
-printError()
-printLibnetError()
-createObfuscatedData() : string *
-libnetHandler : libnet_t
-errBuff : char
-outputStream : BIO *
-connected : bool
-settings : settingsData
PacketForwarder
1
1
+serverIP : string *
+encrypted : bool
+SSLCommandIP : const char *
+includeLength : int
+authHash : string *
+clientPrefix : string *
+clientSuffix : string *
+serverPrefix : string *
+serverSuffix : string *
settingsData
«uses»
«uses»
1
1
«uses»
«uses»
«uses»
«uses»
Obra´zok 3.4: Diagram tried proxy modulu
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su´bor slu´zˇi najma¨ na z´ıskanie informa´ci´ı o nastaven´ı obfuskacˇnej knizˇnice, pretozˇe bez
znalosti potrebny´ch vlastnost´ı obfuska´cie by nebolo mozˇne´ deko´dovat’ pricha´dzaju´ci
da´tovy´ tok.
• start - Posledna´ z verejny´ch meto´d rozhrania tejto triedy, po ktorej zavolan´ı sa spust´ı
beh dane´ho programu. Za´kladom je nadviazanie korektnej komunika´cie, doplnenej
o autentiza´ciu s druhou komunikuju´cou stranou a na´sledne´ cˇakanie na pricha´dzaju´ce
da´ta, ked’ meto´da zabezpecˇuje aj cˇiastocˇnu´ obsluhu ty´chto pricha´dzaju´cich da´t. Pri-
cha´dzaju´ce da´ta obsahuju´ce jednotlive´ pakety moˆzˇu byt’ roˆzne pospa´jane´ alebo frag-
mentovane´, preto je potrebne´ zabezpecˇit’ ich spra´vne rozdelenie na samostatne´ pakety.
Obsluha paketu je na´sledne predana´ d’alˇs´ım modulom.
• processInputPacket - Nosna´ meto´da triedy, umozˇnˇuju´ca dokoncˇit’ obsluhu pricha´-
dzaju´ceho paketu, ktory´ bol predspracovany´ uzˇ v meto´de start. Meto´da vykona´
deko´dovanie paketu z obfuskovanej podoby a na za´klade u´dajov v pakete sa vytvoria
nove´ pravidla´ na odchyta´vanie paketov s pr´ıpadnou odpoved’ou. V za´verecˇnej fa´ze
sa paket preda´ na odoslanie do modulu riadiaceho komunika´ciu vo vnu´tornej sieti,
konkre´tne implementovane´ho v triede PacketForwarder.
• addIpCmdToList, processIpRule - Pomocne´ meto´dy riesˇiace vytva´ranie a spracova-
nie novy´ch pravidiel, slu´zˇiacich na odchyta´vanie komunika´cie, ktora´ obsahuje odpo-
vede na poˆvodnu´, distribuovanu´ komunika´ciu. Pravidla´ su´ vytva´rane´ dynamicky, za
behu, na za´klade charakteristiky pricha´dzaju´cej komunika´cie od uzˇ´ıvatel’a.
• parseConfigFile, processConfigString - Doplnkove´ meto´dy, slu´zˇiace na jedno-
duchsˇie spracovanie konfiguracˇne´ho su´boru, ked’ zabezpecˇia extrakciu nastaven´ı, ktore´
su´ potrebne´ na korektnu´ komunika´ciu medzi oboma participuju´cimi stranami.
• decodeObfuscatedData, getServerPrefixLength - Podporne´ meto´dy poskytuju´ce
funkcionalitu potrebnu´ na deko´dovanie obfuskovane´ho paketu, pr´ıpadne zistenie d´lzˇky
hlavicˇky pricha´dzaju´ceho paketu.
Ostatne´ meto´dy triedy ProxyLibInterface nepredstavuju´ nosnu´ funkcionalitu tejto
triedy a su´ vyuzˇ´ıvane´ najma¨ na jednoduchsˇ´ı vy´pis chybovy´ch hla´sen´ı modulu alebo, v pr´ıpa-
de meto´dy initSSLConnection, na inicializa´ciu zabezpecˇene´ho spojenia, ak je pozˇadovane´
vytvorit’ sˇifrovany´ komunikacˇny´ kana´l medzi komunikuju´cimi entitami.
3.4.2 Trieda PacketForwarder
Implementa´cia triedy PacketForwarder zastresˇuje riadenie odcha´dzaju´cej komunika´cie
vo vsˇetky´ch smeroch z proxy modulu, cˇo zahr´nˇa odosielanie paketov do vnu´tornej siete
a na druhej strane tiezˇ odosielanie da´t spa¨t’ uzˇ´ıvatel’ovi. Z tohto doˆvodu vznika´ nutnost’
implementovat’ obsluhu siet’ovy´ch soketov pomocou samostatny´ch vla´ken programu.
Strucˇne si pop´ıˇseme nosne´ meto´dy modulu:
• forwardPacket - Meto´da slu´zˇiaca na zaslanie paketu prijate´ho od uzˇ´ıvatel’a obfuskacˇ-
nej knizˇnice do vnu´tornej siete. Pri odosielan´ı doˆjde k podvrhnutiu IP adresy, ktora´
sa nahrad´ı za IP adresu proxy modulu tak, aby bol proxy modul neskoˆr schopny´
odchytit’ pr´ıpadnu´ odpoved’.
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• processInput - Poskytuje opacˇnu´ funkcionalitu k predosˇlej pop´ısanej meto´de, ked’
umozˇnˇuje zaslanie odchytenej odpovede z vnu´tornej siete, ktora´ je urcˇena´ pre uzˇ´ıva-
tel’a. Pri odosielan´ı su´ da´ta samozrejme transformovane´ do obfuskovanej podoby.
• processHash - Pomocna´ meto´da slu´zˇiaca na odoslanie autentizacˇny´ch informa´cii
z proxy modulu uzˇ´ıvatel’ovi. Autentizacˇne´ da´ta sa od paketovy´ch cˇiastocˇne odliˇsuju´,
preto je nutna´ samostatna´ implementa´cia, ktora´ je vyuzˇ´ıvana´ pri procese zostavovania
komunika´cie.
• intToHexString, hexStringToInt - Pomocne´ meto´dy, ktore´ preva´dzaju´ da´ta z cˇ´ısel-
nej reprezenta´cie na reprezenta´ciu ret’azcom a spa¨t’. Funkcionalita je obdobna´ s rov-
nomenny´mi meto´dami pop´ısany´mi v kapitole 3.3.4.
• createObfuscatedData - Meto´da vykona´vaju´ca transforma´ciu odosielany´ch da´t sme-
rom k uzˇ´ıvatel’ovi, riadiaca sa parametrami zvolenej obfuska´cie. Pouzˇ´ıva sa najma¨ pri
vykona´van´ı nosnej funkcie processInput, na vykonanie potrebnej modifika´cie da´t,
ktore´ sa budu´ odosielat’.
Dˇalˇsie meto´dy, tak ako v predosˇly´ch pr´ıpadoch, vykona´vaju´ doplnkove´ funkcie, ktore´
slu´zˇia na zvy´sˇenie prehl’adnosti implementovanej triedy, teda napr´ıklad na jednotny´ vy´pis
chybovy´ch hla´sen´ı, pr´ıpadne d’alˇsie meto´dy slu´zˇiace na definovanie aktua´lnych parametrov
komunika´cie, ktory´mi moˆzˇe nadradeny´ modul sˇpecifikovat’ charakteristiky spojenia.
3.4.3 Trieda InputPacketCatcher
Poslednu´ popisovanu´ triedu predstavuje trieda InputPacketCatcher, ktora´ zabezpecˇuje
odchyta´vanie paketov s odpoved’ou na predty´m rozoslane´ da´ta. U´lohou triedy je zabezpecˇit’
funkcˇnost’ tak, aby nemuselo docha´dzat’ k dynamicke´mu otva´raniu portov na hostitel’skom
stroji proxy modulu, pretozˇe nadva¨zovanie va¨cˇsˇieho mnozˇstva TCP spojen´ı by mohlo, pri
da´tovom toku smerovane´ho na vel’a portov (napr´ıklad skenovanie portov), znacˇne vyt’azˇit’
proxy modul. Z tohto doˆvodu je pouzˇity´ pr´ıstup, pri ktorom su´ pakety odchytene´ esˇte pred
samotny´m spracovan´ım hostitel’sky´m operacˇny´m syste´mom, a teda aj ked’ nie je port na
danom stroji otvoreny´, syste´m nebude zasielat’ ICMP odpoved’ o nedostupnom porte, ked’zˇe
paket zostane pred n´ım utajeny´.
Sˇtruktu´ra triedy je postavena´ na modeli podobnom uzˇ popisovanej triede Obfuscator,
ked’ su´ implementovane´ meto´dy na spustenie a ukoncˇenie pra´ce a podporne´ meto´dy na
spra´vu obsluzˇne´ho vla´kna programu. Za´klad odchyta´vania paketov je zalozˇeny´ na vytvo-
ren´ı virtua´lnej fronty, do ktorej budu´ presmerovane´ pricha´dzaju´ce pakety, spadaju´ce pod
krite´ria vytvorene´ pri deko´dovan´ı a zasielan´ı poˆvodne´ho paketu prijate´ho v riadiacom mo-
dule ProxyLibInterface. Pakety v tejto fronte su´ na´sledne spracova´vane´ v callback funkcii,
ktora´ je volana´ samostatne pre kazˇdy´ pricha´dzaju´ci paket. Da´ta z paketu su´ pomocou komu-
nikacˇne´ho modulu PacketForwarder odoslane´ v transformovanej podobe spa¨t’ uzˇ´ıvatel’ovi,
ky´m samotny´ odchyteny´ paket je zahodeny´, aby nedosˇlo k jeho spracovaniu operacˇny´m
syste´mom.
Tento pr´ıstup bol zvoleny´ hlavne z doˆvodu efekt´ıvneho spracovania, ktore´ je schopne´
zvla´dnut’ spracova´vat’ aj na´rocˇnejˇsie da´tove´ toky, bez pr´ıliˇsne´ho dopadu na ry´chlost’ prenosu
medzi koncovy´mi uzlami. Taktiezˇ vy´hodou je, zˇe na hostitel’skom pocˇ´ıtacˇi nie je mozˇne´
odhalit’ zˇiadne otvorene´ porty, cˇo umozˇnˇuje v pr´ıpade potreby lepsˇie zamaskovanie modulu
na hostitel’skom pocˇ´ıtacˇi.
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V tejto kapitole sme sa zamerali na strucˇny´ popis implementovany´ch modulov, ktore´
umozˇnˇuju´ zamaskovanie prebiehaju´cej komunika´cie, pr´ıpadne zamaskovanie nejake´ho u´toku
v sieti. Ako vyply´va z popisu, da´ta su´ prena´sˇane´ transformovane hlavne pri prechode na
rozhran´ı vonkajˇsej a vnu´tornej siete, kde sa predpoklada´ pr´ıtomnost’ IDS syste´mu, na´sledne
vo vnu´tornej sieti docha´dza k distribu´cii da´t v poˆvodnej forme. Tento pr´ıstup je mozˇne´
pouzˇit’, pretozˇe IDS syste´m nekontroluje pakety vo svojej vnu´tornej, doˆveryhodnej siet’ovej
dome´ne.
3.5 Na´stroje pouzˇite´ pri implementa´cii
Na vlastne´ riesˇenie implementa´cie knizˇnice a proxy modulu bol pouzˇity´ jazyk C++ s ty´m,
zˇe okrem sˇtandardny´ch knizˇn´ıc boli pouzˇite´ aj niektore´ nesˇtandardne´ na´stroje. Hlavny´m
doˆvodom ich pouzˇitia je cˇiastocˇne´ zjednodusˇenie pr´ıstupu k niektory´m n´ızkou´rovnˇovy´m
su´cˇastiam hostitel’ske´ho operacˇne´ho syste´mu, pretozˇe, ako bolo spomenute´, urcˇite´ moduly
musia pracovat’ priamo na u´rovni operacˇne´ho syste´mu (napr´ıklad pra´ca s virtua´lnymi fron-
tami paketov, pr´ıpadne injektovanie paketov priamo na siet’ove´ rozhranie). Jednotlive´ po-
uzˇite´ knizˇnice si strucˇne pop´ıˇseme v nasleduju´cich podsekcia´ch.
3.5.1 Knizˇnica na pra´cu s paketmi - Libnet
Knizˇnica Libnet1 je multiplatformove´ API [26], implementovane´ v jazyku C, ktore´ pos-
kytuje rozhranie na vysˇsˇej u´rovni k n´ızkou´rovnˇovy´m siet’ovy´m funkcia´m. Jedna´ sa o po-
merne robustny´ na´stroj, vyuzˇ´ıvany´ pri pokrocˇilejˇsej pra´ci so siet’ovy´mi da´tami. Pre svoje
mozˇnosti plnej kontroly nad jednotlivy´mi siet’ovy´mi paketmi, jednoduche´mu rozhraniu
na ich vytva´ranie a injektovanie, patr´ı ta´to knizˇnica k obl’´ubeny´m na´strojom pri vy´voji
siet’ovy´ch aplika´cii zamerany´ch na bezpecˇnost’, pr´ıpadne na druhej strane na vytva´ranie
novy´ch exploitov. Vy´hodou pouzˇitia tejto knizˇnice je jej rozsˇ´ırenost’ na roˆzne operacˇne´
syste´my, cˇo by malo zabezpecˇit’ va¨cˇsˇiu prenositel’nost’ vy´slednej aplika´cie.
Pre potreby implementa´cie boli pouzˇite´ iba niektore´ za´kladne´ funkcie z tejto knizˇnice,
najma¨ meto´dy zabezpecˇuju´ce vytva´ranie, zasielanie a injektovanie paketov priamo na roz-
hranie siet’ovej karty, konkre´tne su´ vyuzˇite´ v triedach, ktore´ riesˇia rekonsˇtrukciu paketov
z obfuskovanej podoby a ich d’alˇsie zasielanie zo syste´mu, pr´ıpadne v opacˇnom smere do
syste´mu. Konkre´tne je teda knizˇnica Libnet pouzˇita´ hlavne v triede InputOutputForwarder
v architektu´re knizˇnice a obdobnej triede PacketForwarder u proxy modulu.
V oboch pr´ıpadoch slu´zˇia prostriedky knizˇnice Libnet na jednoduchsˇie vytva´ranie pake-
tov, pretozˇe v mnozˇstve pr´ıpadov je potrebne´ na za´klade z´ıskany´ch da´t vytvorit’ novy´ pa-
ket, pr´ıpadne v nˇom pozmenit’ niektore´ u´daje. Z toho vyply´va mnohokra´t potreba vy´pocˇtu
nove´ho kontrolne´ho su´cˇtu, ktory´ knizˇnica zabezpecˇ´ı. V neposlednom rade je pomocou knizˇ-
nice riesˇene´ aj odosielanie niektory´ch paketov, alebo, na druhej strane, opa¨tovne´ vlozˇenie
pozmenene´ho paketu do hostitel’ske´ho operacˇne´ho syste´mu. Na tieto u´cˇely sa pouzˇ´ıva tak-
zvany´ RAW pr´ıstup, ked’ docha´dza k ob´ıdeniu TCP/IP zapuzdrenia, cˇo na´m teda umozˇn´ı
pracovat’ priamo na linkovej vrstve dane´ho hostitel’ske´ho syste´mu.
Uvedenu´ funkcionalitu by bolo mozˇne´ jednoducho implementovat’ aj pomocou sˇtandard-
ny´ch BSD soketov, ale v pr´ıpade ich pouzˇitia by bolo riesˇenie orientovane´ priamo na jeden
dany´ operacˇny´ syste´m, pretozˇe v implementa´cii pre roˆzne distribu´cie docha´dza k drobny´m
odliˇsnostiam. Tieto rozdiely knizˇnica Libnet vyrovna´va, a ty´m umozˇnˇuje vytva´ranie preno-
sitel’nejˇs´ıch aplika´cii.
1http://libnet.sourceforge.net/
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3.5.2 Na´stroje jadra syste´mu Linux - netfilter a iptables
Netfilter [16] predstavuje framework zamerany´ na filtrovanie paketov, ktory´ je priamo
su´cˇast’ou jadra operacˇne´ho syste´mu Linux uzˇ od verzie 2.4.x (priblizˇne od roku 2001). Nad
rozhran´ım tohto frameworku je postavene´ aj zna´me riesˇenie uzˇ´ıvatel’ske´ho firewall-u iptables,
ktore´ vytva´ra jednoduche´ rozhranie pre pr´ıstup k pravidla´m filtrovania paketov v jadre
operacˇne´ho syste´mu. Na za´klade roˆznych typov pravidiel filtrovania je mozˇne´ efekt´ıvne
riadit’ da´tove´ toky, smerovane´ cez dany´ syste´m.
Ako rozsˇ´ırenie cˇistej implementa´cie paketove´ho filtra v jadre, bola pouzˇita´ knizˇnica
libnetfilter_queue2, ktora´ poskytuje uzˇ´ıvatel’ske´ rozhranie na pra´cu s virtua´lnymi fron-
tami, do ktory´ch su´ zorad’ovane´ pakety spracova´vane´ paketovy´m filtrom jadra syste´mu.
Knizˇnica teda umozˇnˇuje cˇiastocˇne presunu´t’ toto spracovanie zo syste´move´ho (jadrove´ho)
rezˇimu do uzˇ´ıvatel’ske´ho rezˇimu. Pouzˇitie tohto pr´ıstupu umozˇnˇuje vytvorenie bezpecˇnejˇsej
a prenositel’nejˇsej aplika´cie, ako v pr´ıpade kompletnej vlastnej implementa´cie obsluhy pake-
tov v syste´movom rezˇime operacˇne´ho syste´mu. Tu´to knizˇnicu je mozˇne´ pouzˇit’ vo vsˇetky´ch
jadra´ch operacˇne´ho syste´mu Linux od verzie 2.6.x a vysˇsˇej (vsˇetky verzie vyda´vane´ pri-
blizˇne od roku 2005), ktore´ su´ v su´cˇasnosti majoritne rozsˇ´ırene´, a ty´m nijako neobmedzuju´
pouzˇitel’nost’ vy´slednej implementa´cie.
Funkcionalita frameworku netfilter je postavena´ na zabezpecˇen´ı registra´cie uzˇ´ıvatel’skej
callback funkcie do kernel modulov, ktore´ su´ potom volane´ pri spracova´van´ı jednotlivy´ch
paketov, pri splnen´ı urcˇity´ch zadany´ch podmienok. V nasˇom pr´ıpade si najskoˆr vytvor´ıme
pomocne´ virtua´lne fronty v jadre syste´mu, pre ktore´ zaregistrujeme vytvorene´ callback
funkcie, ktore´ budu´ volane´ pre kazˇdy´ paket v danej fronte a na za´klade zvolene´ho typu
obfuska´cie doˆjde k potrebnej transforma´cii a d’alˇsiemu spracovaniu tohto paketu. Pakety
do ty´chto virtua´lnych front presmerujeme pomocou pravidiel, ktore´ sa dynamicky vkladaju´
do uzˇ´ıvatel’ske´ho firewallu iptables. Ty´mto sa zabezpecˇ´ı, zˇe kontrola nad obfuskovany´m
tokom sa moˆzˇe dynamicky menit’ na za´klade aktua´lnej komunika´cie.
Vy´hodou tohto riesˇenia je, zˇe k spracova´vaniu paketov docha´dza uzˇ na linkovej vrstve,
kde doˆjde k odchyteniu a analy´ze paketovy´m filtrom, esˇte pred spracovan´ım vysˇsˇ´ıch vrstiev
pomocou obsluzˇny´ch rut´ın jadra syste´mu. Vyuzˇitie tohto pr´ıstupu na´m napr´ıklad umozˇn´ı
modifika´ciu pricha´dzaju´cich obfuskovany´ch paketov tak, aby sa zabezpecˇila transparentnost’
vocˇi operacˇne´mu syste´mu a teda dosˇlo k deko´dovaniu a spa¨tnej transforma´cii esˇte pred
samotny´m spracovan´ım.
Callback funkciu, ako bolo spomenute´ v kapitole 3.3.2, mus´ı implementovat’ kazˇda´ trieda
realizuju´ca obfuskacˇny´ modul, funkcia je na´sledne´ zaregistrovana´ na obsluhu virtua´lnej
fronty, do ktorej budu´ smerovane´ odpovedaju´ce pakety pre dany´ typ obfuska´cie. V pr´ıpade
proxy modulu sa pouzˇ´ıva tento pr´ıstup v pr´ıpade odchyta´vania odpoved´ı z vnu´tornej sie-
te, ked’ sa pred odoslan´ım poˆvodne´ho paketu vytvor´ı a zavedie odpovedaju´ce pravidlo,
ktore´ presmeruje pr´ıpadnu´ odpoved’ na dany´ paket do virtua´lnej fronty. Ty´mto taktiezˇ
zabezpecˇ´ıme, zˇe na strane proxy modulu nie je potrebne´ otva´rat’ nove´ komunikacˇne´ porty,
cˇ´ım sa cˇiastocˇne zabezpecˇ´ı aj vysˇsˇia schopnost’ maskovania proxy modulu vo vnu´tornej sieti.
3.5.3 Sˇifrovacia knizˇnica OpenSSL
Poslednou pouzˇ´ıvanou knizˇnicou je OpenSSL [5], ktora´ ponu´ka sadu na´strojov na jed-
noduchsˇiu pra´cu pri komunika´cii bezpecˇny´mi protokolmi SSL (Secure Socket Layer) a TLS
(Transport Layer Security) [27]. Jedna´ sa o kryptograficke´ protokoly, ktore´ su´ situovane´
2http://www.netfilter.org/projects/libnetfilter_queue/index.html
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do samostatnej vrstvy, ktoru´ vkladaju´ do prena´sˇany´ch da´t pred aplikacˇnu´ vrstvu, ktora´ sa
ty´mto krokom zabezpecˇ´ı sˇifrovan´ım. Oba protokoly pracuju´ na rovnakom princ´ıpe, ked’zˇe
protokol TLS je iba novsˇou verziou svojho predchodcu SSL s maly´m mnozˇstvom zmien.
V nasˇom pr´ıpade sa pouzˇity´ protokol zvol´ı automaticky na za´klade podpory hostitel’sky´ch
operacˇny´ch syste´mov u oboch komunikuju´cich ent´ıt. Okrem spomenuty´ch funkci´ı ponu´ka
tento na´stroj aj su´bor roˆznych kryptograficky´ch algoritmov a na´strojov na pra´cu s certi-
fika´tmi podl’a sˇtandardu X.509, ktore´ su´ pri sˇifrovan´ı komunika´cie tiezˇ cˇiastocˇne pouzˇite´.
Knizˇnica je vyuzˇ´ıvana´ v prvom rade pri riesˇen´ı komunika´cie medzi uzˇ´ıvatel’sky´m pro-
gramom a proxy modulom, ktora´ moˆzˇe prebiehat’ cˇi uzˇ v sˇifrovanej alebo nesˇifrovanej po-
dobe. OpenSSL ponu´ka jednoduche´ rozhranie, ktore´ zapuzdruje pra´cu so siet’ovy´mi soketmi
(pomocou BIO rozhrania - Buffered Input/Output) tak, zˇe je mozˇne´ jednoducho pridat’ aj
podporu sˇifrovania spra´v, pr´ıpadne komunikovat’ nesˇifrovane. Rezˇim komunika´cie je zvoleny´
na za´klade uzˇ´ıvatel’ovej konfigura´cie, ked’ je potrebne´, na za´klade charakteru vykona´vanej
obfuska´cie, zvolit’ v akej forme bude komunika´cia prena´sˇana´.
Na´stroje OpenSSL su´ tiezˇ pouzˇite´ na zjednodusˇenie vygenerovania certifika´tu s verejny´m
kl’´ucˇom, ktory´ bude pri komunika´cii pouzˇity´. Certifika´t je potrebne´ vygenerovat’ na strane
uzˇ´ıvatel’ske´ho programu, ku ktore´mu sa proxy modul bude snazˇit’ pripojit’. Ked’zˇe kl’´ucˇ
certifika´tu bude vyuzˇ´ıvany´ iba na sˇifrovanie, pricˇom autentiza´cia proxy modulu bude riesˇena´
vo vlastnej re´zˇii v kapitole 3.8, je mozˇne´ podp´ısat’ vytva´rany´ certifika´t uzˇ pri jeho vyda´van´ı,
preto hovor´ıme o takzvanom self-signed certifika´te, ktory´ vsˇak pre nasˇe potreby dostacˇuje.
V tejto kapitole sme si strucˇne pop´ısali na´stroje, ktore´ boli vyuzˇite´ pri implementa´cii
vlastne´ho riesˇenia obfuskacˇnej knizˇnice, pricˇom okrem ty´chto spomenuty´ch na´strojov boli
pouzˇite´ iba sˇtandardne´ su´cˇasti jazyka C++. Popis jednotlivy´ch na´strojov bol uvedeny´ v strucˇ-
nej teoretickej rovine, pretozˇe detaily fungovania dany´ch knizˇn´ıc su´ znacˇne rozsiahle a nad
ra´mec tejto pra´ce.
3.6 Odchyta´vanie paketov da´tovy´ch tokov
Zabezpecˇenie odchyta´vania paketov na nizˇsˇej syste´movej u´rovni je doˆlezˇitou su´cˇast’ou
vytvorene´ho na´stroja. Spra´vna selekcia a obsluha paketov, odchyteny´ch z vstupno-vy´stup-
ny´ch front hostitel’ske´ho syste´mu, ktore´ spadaju´ do urcˇite´ho komunikacˇne´ho toku, je za´kla-
dom vytvorenia knizˇnice, pracuju´cej transparentne vocˇi vysˇsˇ´ım vrstva´m dane´ho operacˇne´ho
syste´mu.
Princ´ıp spocˇ´ıva v tom, zˇe na za´klade konfigura´cie modulov knizˇnice, docha´dza k dyna-
micke´mu prida´vaniu a odoberaniu pravidiel pre syste´movy´ firewall iptables, ktory´ bol po-
drobnejˇsie pop´ısany´ v predosˇlej kapitole 3.5.2. Implementa´cia knizˇnice mus´ı byt’ na za´klade
ty´chto pozˇiadaviek schopna´ analyzovat’ aktua´lny pouzˇ´ıvany´ da´tovy´ tok uzˇ´ıvatel’om, pricˇom
na za´klade charakteru jeho komunika´cie generuje a prida´va nove´ pravidla´, pr´ıpadne pridane´
pravidla´ zo syste´mu odobera´.
Hlavnou u´lohou, ktoru´ sa ty´mto pr´ıstupom snazˇ´ıme dosiahnut’ je, aby sa do virtua´lnych
front, ktore´ su´ kontrolovane´ callback funkciami obfuskacˇny´ch modulov dostalo cˇo najme-
nej paketov, ktore´ nespadaju´ do obuskacˇny´ch krite´ri´ı. Toto je doˆlezˇite´ najma¨ z hl’adiska
vy´konnosti, pretozˇe zbytocˇne´ presmerovanie neodpovedaju´cich paketov zat’azˇuje, cˇi uzˇ sa-
motny´ operacˇny´ syste´m, ale najma¨ obfuskacˇnu´ knizˇnicu, ktora´ by na´sledne do komunika´cie
mohla zava´dzat’ vysˇsˇie latencie. Pri generovan´ı a vkladan´ı pravidiel je z tohto doˆvodu nutne´
zabezpecˇit’, aby boli pravidla´ cˇo najviac konkre´tne, a teda dosˇlo k odchyteniu cˇo najmensˇej
mnozˇiny, do obfuska´cie nespadaju´cich paketov.
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3.6.1 Pra´ca s pravidlami firewallu
Prida´vanie a odoberanie pravidiel v knizˇnici prebieha pomocou sˇtandardne´ho rozhrania
na´stroja iptables, ktore´ poskytuje samotny´ hostitel’sky´ syste´m. Tento pr´ıstup sa pouzˇ´ıva
u oboch implementovany´ch cˇast´ı, ked’ u samotnej knizˇnice docha´dza k presmerovaniu od-
cha´dzaju´cich paketov, na druhej strane, proxy modul pouzˇ´ıva odchyta´vanie pricha´dzaju´cich
paketov. Mechanizmus pri pricha´dzaju´cich paketoch zabezpecˇ´ı, zˇe paket bude presmerovany´
esˇte pred spracovan´ım jadrom syste´mu, a ty´m zabra´nime reakcii hostitel’ske´ho syste´mu na
pricha´dzaju´ci paket, pretozˇe proxy modul pracuje bez otva´rania portov pre komunika´ciu
po vnu´tornej sieti. Ak by teda nedosˇlo k presmerovaniu, syste´m by zacˇal zasielat’ ICMP
spra´vy o nedostupnosti portu. Presmerovany´ paket sa potom voˆbec nedostane do syste´mu
a bude obslu´zˇeny´ modulom knizˇnice.
Pr´ıklad jednoduche´ho pravidla moˆzˇeme vidiet’ v nasleduju´com vy´pise:
iptables -A INPUT -p tcp --source 192.168.0.2
--sport 57481 -j NFQUEUE --queue-num 0
kde je sˇpecifikovany´ za´kladny´ pr´ıkaz, ktory´ prida´va pravidlo orientovane´ na pricha´dzaju´ce
pakety. Aby bol paket presmerovany´, mus´ı komunikovat’ TCP protokolom, kde je sˇpecifiko-
vana´ zadana´ IP adresa a zdrojovy´ port, pricˇom zvysˇna´ cˇast’ pr´ıkazu s definovanou hodnotou
NFQUEUE urcˇuje, zˇe paket bude presmerovany´ do virtua´lnej fronty riadenej jadrom knizˇnice
netfilter. Na u´spesˇne´ pridanie pravidla je esˇte nutne´ definovat’ cˇ´ıslo virtua´lnej fronty, do
ktorej bude paket zaradeny´, ked’ ta´to hodnota je urcˇena´ na za´klade smeru a typu komu-
nikacˇne´ho toku.
Odoberanie paketov prebieha obdobny´m spoˆsobom, ked’ je potrebne´ presne sˇpecifikovat’
pravidlo, ktore´ sa bude z aktua´lneho zoznamu pouzˇ´ıvany´ch pravidiel odoberat’. Na tieto
u´cˇely je potrebne´ v moduloch uchova´vat’ aktua´lne databa´zy vlozˇeny´ch pravidiel pre jed-
notlive´ fronty, aby bolo mozˇne´ pravidlo jednoznacˇne identifikovat’ v pr´ıpade, zˇe pre d’alˇs´ı
beh obfuska´cie uzˇ nie je potrebne´. Databa´za pravidiel mus´ı byt’ uchova´vana´ aj pre pr´ıpad
ukoncˇenia behu knizˇnice, ked’ je vhodne´, vlozˇene´ pravidla´ odobrat’, aby sme hostitel’sky´
operacˇny´ syste´m navra´tili do stavu, v ktorom bol pred spusten´ım knizˇnice.
3.7 Realiza´cia obfuskovanej komunika´cie
V nasleduju´cej kapitole sa podrobnejˇsie zameriame na riesˇenie spoˆsobu komunika´cie
medzi uzˇ´ıvatel’sky´m programom a proxy modulom, ktoru´ je potrebne´ vykona´vat’ v obfusko-
vanej podobe. Na´vrh vlastne´ho riesˇenia kla´dol doˆraz na jednoduchu´ rozsˇ´ıritel’nost’ knizˇnice,
z tohto doˆvodu bolo jednoducho mozˇne´ experimentovat’ s roˆznymi pr´ıstupmi transforma´cie
prena´sˇanej komunika´cie medzi participuju´cimi entitami. Pri vy´voji vy´slednej aplika´cie boli
implementovane´ dva za´kladne´ pr´ıstupy riesˇenia, ked’ pocˇiatocˇny´ jednoduchsˇ´ı princ´ıp bol
neskoˆr nahradeny´ za efekt´ıvnejˇsie a robustnejˇsie riesˇenie. Jednotlive´ etapy vy´voja si po-
drobnejˇsie pribl´ızˇime v nasleduju´cich podkapitola´ch.
3.7.1 Pocˇiatocˇny´ pr´ıstup
Ako prvy´ pr´ıstup riesˇenia zadane´ho obfuskacˇne´ho proble´mu bola snaha zamaskovat’
prebiehaju´cu komunika´ciu vo forme zasˇifrovany´ch UDP paketov. Toto navrhnute´ riesˇenie
implementovalo jednoduche´ maskovanie prena´sˇany´ch da´t tak, aby sa pri ich analy´ze javili
na strane IDS ako bezˇne prena´sˇane´ pakety s videom.
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Pri tomto riesˇen´ı vystupoval ako server samotny´ proxy modul, u ktore´ho bolo potrebne´
otvorit’ nacˇu´vaju´ci UDP port, na ktory´ sa zasielali z uzˇ´ıvatel’ske´ho programu transformovane´
pakety. Proxy modul po deko´dovan´ı da´t, ich distribu´cii vo vnu´tornej sieti a odchyten´ı odpo-
vede od ciel’ovej stanice, znova transformoval da´ta do UDP paketu, ktore´ boli zaslane´ spa¨t’
uzˇ´ıvatel’ske´mu programu. V tomto pr´ıpade sa teda vykona´valo len jednoduche´ sˇifrovanie
a zapuzdrovanie komunika´cie do UDP datagramov.
Vy´sledky z´ıskane´ z testovania tohto pr´ıstupu boli napriek jednoduche´mu riesˇeniu u´s-
pesˇne´, ked’ IDS pre roˆzne typy komunika´cie nevygenerovalo zˇiadne varovania ani alarmy.
Podrobnosti o spoˆsoboch testovania su´ pop´ısane´ v odpovedaju´cej kapitole 4. U´spesˇnost’
tohto riesˇenia vsˇak za´visela cˇisto na sˇifrovan´ı, pretozˇe IDS nemalo zˇiadnu mozˇnost’ pri
svojej analy´ze presku´mat’ da´tovu´ cˇast’ paketu a v pr´ıpade UDP datagramu pravdepodobne
ani ku kontrole nedocha´dzalo, pretozˇe pravidla´ nie su´ na taky´to typ komunika´cie vytva´rane´.
Tento pr´ıstup k riesˇeniu komunika´cie ma´ na druhej strane aj nevy´hody, ktore´ eskalovali
k nevyuzˇitiu tohto riesˇenia a vytvoreniu sofistikovanejˇsieho pr´ıstupu komunika´cie medzi
modulmi. Hlavnou nevy´hodou je, zˇe komunika´cia bola nadva¨zovana´ z vonkajˇsej siete, teda
pakety boli zasielane´ priamo na otvoreny´ port proxy modulu. V pr´ıpade rea´lneho nasade-
nia by s vysokou pravdepodobnost’ou stavovy´ firewall take´to pakety do vnu´tornej siete ani
neprepustil a cela´ komunika´cia by bola neu´spesˇna´. Dˇalˇsou nevy´hodou je samotna´ potreba
otvorit’ nacˇu´vac´ı port vo vnu´tornej sieti, pretozˇe to by viedlo k ry´chlemu odhaleniu podo-
zrive´ho spra´vania, pretozˇe take´to akcie nie su´ bezˇne´. Posledny´m nedostatkom tohto riesˇenia
je aj, zˇe UDP pakety su´ zasielane´ v oboch smeroch, cˇo by sa pri podrobnejˇsej analy´ze mohlo
javit’ tiezˇ ako anoma´lia, ked’ zvycˇajne je video smerovane´ iba smerom od serveru do vnu´tra
siete uzˇ´ıvatel’ovi.
Na za´klade ty´chto z´ıskany´ch znalost´ı bola na´sledne vytvorena´ pokrocˇilejˇsia meto´da,
ktora´ sa viac zameriava, okrem samotnej obfuska´cie, aj na zamaskovanie tejto obfuskovanej
komunika´cie v siet’ovom toku, aby sa ani pri podrobnejˇsej analy´ze, nejavil dany´ tok ako
potencia´lna anoma´lia. Implementovany´ pr´ıstup si podrobnejˇsie pop´ıˇseme v samostatnej
nasleduju´cej kapitole.
3.7.2 Vy´sledne´ riesˇenie
Fina´lne riesˇenie proble´mu sa snazˇ´ı oproti predosˇle´mu pr´ıstupu obfuskovat’ prebiehaju´cu
komunika´ciu sofistikovanejˇs´ım spoˆsobom, ked’ sa prena´sˇane´ da´ta maskuju´ do HTTP, pr´ı-
padne pri potrebe sˇifrovania do HTTPS protokolu. Tieto protokoly boli zvolene´ hlavne
z doˆvodu, zˇe sa jedna´ o bezˇne´ a vel’mi rozsˇ´ırene´ komunikacˇne´ protokoly vo va¨cˇsˇine siet´ı,
a ty´m sa st’azˇuje potencia´lna pokrocˇilejˇsia analy´za obfuskovany´ch da´t a tiezˇ by nemalo
doˆjst’ k pr´ıpadne´mu zablokovaniu protokolu v sieti, v pr´ıpade vzniku podozrenia na nejaku´
siet’ovu´ anoma´liu.
Oproti predosˇle´mu pr´ıpadu dosˇlo k zmene rol´ı komunikuju´cich ent´ıt tak, aby komu-
nika´cia cˇo najviac odpovedala skutocˇnosti, teda uzˇ´ıvatel’ska´ cˇast’ mimo chra´nenej siete vy-
stupuje ako webovy´ server a proxy modul sa nanˇ snazˇ´ı pripojit’ ako bezˇny´ klient. Tento
pr´ıstup by mal zabezpecˇit’, zˇe zasielana´ komunika´cia nebude zablokovana´ ani v pr´ıpade,
zˇe chra´nena´ siet’ bude zabezpecˇena´ pomocou siet’ove´ho firewallu, pretozˇe komunika´cia od-
cha´dzaju´ca na HTTP pr´ıpadne HTTPS porty je sˇtandardne povolena´ a stavovy´ filter tiezˇ
zabezpecˇ´ı aby bola dorucˇena´ aj odpoved’ na zaslanu´ pozˇiadavku. Taky´mto riesˇen´ım sa
teda vo va¨cˇsˇine pr´ıpadov zabezpecˇ´ı garancia, zˇe komunika´cia nemoˆzˇe byt’ zablokovana´
iny´mi su´cˇast’ami siete, ktore´ sa staraju´ o bezpecˇnost’, pretozˇe sa bude pri analy´ze javit’
ako sˇtandardna´ komunika´cia napr´ıklad pri prezeran´ı internetovy´ch stra´nok.
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Komunika´ciu moˆzˇeme strucˇne pop´ısat’ tak, zˇe po nadviazan´ı spojenia medzi jednotlivy´mi
komunikuju´cimi stranami a autentiza´cii proxy modulu vocˇi serveru, su´ poˆvodne´ prena´sˇane´
da´ta zako´dovane´ do paketov, ktore´ obsahuju´ korektne´ HTTP hlavicˇky tak, aby vy´mena
spra´v mala charakter dotaz - odpoved’, cˇo je pre HTTP protokol hlavny´ spoˆsob komunika´cie.
Uka´zˇku zachytenej komunika´cie programom Wireshark3 (pre prehl’adnost’ zjednodusˇena´ do
zobrazitel’nej podoby) je mozˇne´ vidiet’ na obra´zku 3.5. V tomto pr´ıpade su´ pozˇiadavky za-
sielane´ z proxy modulu na server oznacˇene´ cˇervenou farbou a odpovede servera znacˇene´
zelene. Komunika´cia prebieha priamo, bez synchronizacˇny´ch spra´v, pretozˇe pocˇiatocˇna´ au-
tentiza´cia proxy a synchroniza´cia je prenesena´ v prvej GET pozˇiadavke zaslanej na server,
na ktoru´ uzˇ server odpoveda´ vlastny´mi prena´sˇany´mi da´tami.
Da´ta prena´sˇane´ zo serveru spa¨t’ na proxy, su´ transformovane´ do textovej podoby tak,
aby mohli byt’ vlozˇene´ do tela sˇtandardnej HTTP spra´vy. Z uvedene´ho obra´zka vyply´va,
zˇe aj v pr´ıpade sku´mania odchyteny´ch paketov priamo na rozhran´ı siet’ovej karty, sa jav´ı
komunika´cia ako korektna´ HTTP preva´dzka. Spoˆsob zasielania spra´v mozˇno modifikovat’
konfigura´ciou knizˇnice, teda namiesto meto´dy GET, ked’ sa prena´sˇana´ informa´cia vklada´
do hlavicˇky spra´vy, moˆzˇeme vyuzˇit’, na obfuska´ciu efekt´ıvnejˇsiu, meto´du POST. Potom
bude na prenos pouzˇ´ıvane´ telo HTTP paketu v oboch smeroch komunika´cie. Meto´da GET
bola pop´ısana´ z doˆvodu, aby bol viditel’ny´ spoˆsob prenosu da´t v otvorenej forme, ktory´ je
mozˇny´, cˇi uzˇ v hlavicˇke alebo tele paketu. Pr´ıklady konfigura´cie pre meto´dy GET aj POST
je mozˇne´ vidiet’ v pr´ılohe A.
GET 
9e004500003c000040004006b966c0a80002c0a800030017854c974ef52fc74fb577a01216a06d070000020405b40402080a0013ab240
000091201030307 HTTP/1.1 
HTTP/1.1 200 OK  (text/plain)
GET 
a600451000405e19400040065b39c0a80002c0a800030017854c974ef530c74fb5778018002e7ac500000101080a0013ab4b00000914f
ffd18fffd20fffd23fffd27 HTTP/1.1 
HTTP/1.1 200 OK  (text/plain)
GET 
8e00451000345e1a400040065b44c0a80002c0a800030017854c974ef53cc74fb5928010002eb1f300000101080a0013ab4d00000914 
HTTP/1.1 
HTTP/1.1 200 OK  (text/plain)
Obra´zok 3.5: Pr´ıklad vy´meny spra´v v nesˇifrovanej podobe - HTTP
Pre potreby robustnejˇsej obfuska´cie bola implementovana´ aj doplnˇuju´ca meto´da kombi-
nuju´ca maskovanie protokolu so sˇifrovan´ım da´t, teda na komunika´ciu sa vyuzˇ´ıva sˇifrovany´
variant HTTP protokolu - HTTPS, ked’ su´ da´ta paketov sˇifrovane´ pomocou SSL, pr´ıpadne
TLS, ktore´ su´ pop´ısane´ v kapitole 3.5.3. Ta´to meto´da zabezpecˇ´ı nemozˇnost’ analy´zy da´tovej
cˇasti paketu, a ty´m ku kompletne´mu utajeniu prebiehaju´cej komunika´cie. Pr´ıklad nadvia-
zania komunika´cie a vy´menu da´tovy´ch HTTPS spra´v s pouzˇit´ım TLS, zachytenej obdobne
ako v predosˇlom pr´ıpade programom Wireshark, je mozˇne´ vidiet’ na obra´zku 3.6, pricˇom
spra´vy vyznacˇene´ cˇervenou farbou su´ zasielane´ z proxy modulu na server, na druhej strane
zelene´ predstavuju´ da´ta zasielane´ v opacˇnom smere. Prve´ dve vy´meny spra´v zabezpecˇuju´
inicializa´ciu komunika´cie, ked’ su´ vykonane´ potrebne´ rutiny, ako zaslanie serverove´ho certi-
fika´tu, vy´menu sˇifrovac´ıch kl’´ucˇov a nastavenie meto´d sˇifrovania. Po vykonan´ı ty´chto opera´cii
moˆzˇe zacˇat’ vlastna´ komunika´cia, ktora´ prebieha v sˇifrovanej podobe, ktora´ sa navonok jav´ı
aj pre program Wireshark ako zabezpecˇena´ HTTP komunika´cia.
3http://www.wireshark.org/
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Application Data
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Obra´zok 3.6: Pr´ıklad vy´meny spra´v v sˇifrovanej podobe - HTTPS
3.8 Konfigura´cia a autentiza´cia modulov
Konfigura´cia oboch modulov prebieha pomocou konfiguracˇne´ho su´boru, ktory´ mus´ı byt’
predany´ konfiguracˇny´m meto´dam esˇte pred sˇtartom samotne´ho modulu. Pomocou u´dajov,
obsiahnuty´ch v tomto su´bore, sa nakonfiguruju´ jednotlive´ su´cˇasti oboch komunikuju´cich
modulov, z tohto doˆvodu je doˆlezˇite´, aby na oboch strana´ch figuroval rovnaky´ konfiguracˇny´
su´bor, pretozˇe inak nedoˆjde k vza´jomnej synchroniza´cii a obfuska´cia sa nebude moˆct’ vy-
kona´vat’. Kompletny´ pr´ıklad vzorovy´ch konfiguracˇny´ch su´borov pre roˆzne formy obfuska´cie
je demonsˇtrovany´ v pr´ılohe A.
Jednotlive´ konfiguracˇne´ pr´ıkazy, mozˇne´ hodnoty a ich vy´znam si strucˇne pop´ıˇseme:
• server_ip - Definuje IP adresu, na ktoru´ sa bude proxy modul snazˇit’ pripojit’ pri
nadva¨zovan´ı spojenia. V pr´ıkaze je teda potrebne´ definovat’ adresu pocˇ´ıtacˇa, na ktorom
bezˇ´ı uzˇ´ıvatel’sky´ program vyuzˇ´ıvaju´ci knizˇnicu a v pr´ıpade, zˇe k pouzˇ´ıvaniu docha´dza
mimo priva´tnych a virtua´lnych siet´ı, mus´ı byt’ ta´to adresa verejna´.
• server_mode - Urcˇuje aky´m spoˆsobom bude komunika´cia obfuskovana´, teda ako bolo
pop´ısane´ v kapitole 3.7.2, cˇi komunika´cia bude maskovana´ ako HTTP alebo HTTPS,
teda v otvorenej podobe alebo sˇifrovane. Konfigura´cia sa vykona´va nastaven´ım hod-
noty tohto pr´ıkazu, konkre´tne bud’ plain, pr´ıpadne encrypted. Na za´klade zvolenia
jednej z ty´chto hodnoˆt, sa automaticky nakonfiguruju´ oba moduly a komunika´cia pre-
bieha bud’ na porte 80 pre otvoreny´ rezˇim alebo na porte 443 v sˇifrovanom rezˇime.
• destination_ip - Pomocou tohto pr´ıkazu je mozˇne´ definovat’ IP adresu, pr´ıpadne
masku celej podsiete, ktora´ predstavuje ciel’ovy´ bod vo vnu´tornej chra´nenej sieti.
Na za´klade tejto hodnoty bude cˇiastocˇne vykona´vane´ odchyta´vanie a transformovanie
odcha´dzaju´cich paketov z hostitel’ske´ho syste´mu pre uzˇ´ıvatel’sky´ program, pouzˇ´ıvaju´ci
knizˇnicu. Hodnota sa taktiezˇ ako doplnˇuju´ci u´daj pouzˇ´ıva aj v proxy module, pri
vykona´van´ı d’alˇsieho smerovania vo vnu´tornej sieti.
• protocol_modul, scan_modul - Umozˇnˇuju´ definovat’, aky´ obfuskacˇny´ modul sa bude
pouzˇ´ıvat’, konkre´tne, cˇi sa obfuska´cia vykona´va iba pre definovany´ protokol, alebo je
potrebne´ obfuskovat’ kompletne´ skenovanie portov. V prvom pr´ıpade sa ako parametre
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ocˇaka´vaju´ cˇ´ısla portov, ktore´ budu´ zahrnute´ do obfuskacˇne´ho procesu. Su´cˇasne moˆzˇe
byt’ v konfiguracˇnom su´bore definovana´ iba jedna z ty´chto variant, v opacˇnom pr´ıpade
bude su´bor povazˇovany´ za nekorektny´. Hodnoty definovane´ v ty´chto pr´ıkazoch su´
taktiezˇ pouzˇ´ıvane´ pri dynamickom vytva´ran´ı pravidiel odchyta´vania pre odcha´dzaju´ce
pakety.
• client_prefix, client_suffix - Da´vaju´ mozˇnost’ uzˇ´ıvatel’ovi knizˇnice dodefinovat’
hlavicˇky, ktore´ budu´ pouzˇ´ıvane´ pri vytva´ran´ı HTTP paketov. V tomto pr´ıpade je
mozˇne´ sˇpecifikovat’, v akom tvare bude zasielana´ komunika´cia z proxy modulu na ser-
ver. Pomocou ty´chto hodnoˆt sa da´ prispoˆsobit’ obfuskovana´ komunika´cia v otvorenom
rezˇime na za´klade charakteristiky siete, kde bude obfuska´cia nasadena´.
• server_prefix, server_suffix - Obdobne, ako v predosˇlom pr´ıpade, umozˇnˇuje de-
finovat’ hlavicˇky, ktore´ budu´ pouzˇite´ pri vytva´ran´ı paketov zasielany´ch zo serveru
na proxy modul. V oboch pr´ıpadoch je mozˇne´ vyuzˇit’ escape sekvencie, ktore´ budu´
vo vy´sledku nahradene´. Pr´ıkladom moˆzˇe byt’ pouzˇitie \l, ktore´ sa vo vy´sledny´ch
hlavicˇka´ch dynamicky nahradzuje za aktua´lnu d´lzˇku paketu.
Uvedene´ pr´ıkazy konfiguracˇne´ho su´boru ponu´kaju´ uzˇ´ıvatel’ovi knizˇnice kompletne´ riade-
nie behu oboch modulov a samotnej obfuska´cie. Tento pr´ıstup bol zvoleny´ hlavne z doˆvodu,
aby bolo mozˇne´ vsˇetky nastavenia vykonat’ na jednom mieste, a ty´m zjednodusˇit’ vlastne´
pouzˇitie knizˇnice, pretozˇe v pr´ıpade riesˇenia zada´van´ım parametrov napr´ıklad z pr´ıkazove´ho
riadku programu by sa o parsovanie parametrov musel starat’ uzˇ´ıvatel’.
S konfiguracˇny´m su´borom cˇiastocˇne su´vis´ı aj autentiza´cia proxy modulu vocˇi uzˇ´ıva-
tel’ske´mu serveru, pretozˇe autentizacˇny´ ret’azec je vytva´rany´ na za´klade u´dajov v konfi-
guracˇnom su´bore. Ty´mto pr´ıstupom sa zabezpecˇ´ı, zˇe server bude komunikovat’ iba s odpo-
vedaju´cim proxy modulom a iny´ klient sa k serveru nepripoj´ı. Za´rovenˇ ty´m dosiahneme,
zˇe server aj proxy modul budu´ obsahovat’ zhodny´ konfiguracˇny´ su´bor, cˇo je pre u´spesˇnu´
obfuska´ciu nevyhnutne´.
Autentiza´cia prebieha, strucˇne povedane´, zaslan´ım autentizacˇne´ho ret’azca v obfusko-
vanej podobe z proxy modulu na server, ktory´ porovna´ deko´dovanu´ hodnotu so svojou
a v pr´ıpade u´spesˇne´ho porovnania sa povazˇuje komunika´cia za autentizovanu´, v opacˇnom
pr´ıpade, ak hodnoty nesu´hlasia, komunika´cia sa ukoncˇ´ı.
Autentizacˇny´ ret’azec je vytva´rany´ na za´klade vy´znamny´ch pr´ıkazov a ich parametrov
v konfiguracˇnom su´bore, ktore´ su´ vstupom bloku obsahuju´ceho hashovaciu funkciu SHA-1.
Vy´stupom bloku je textovy´ ret’azec, ktory´ je z´ıskany´ preko´dovan´ım 160 bajtove´ho vy´stupu
SHA-1 do odpovedaju´cej textovej podoby. K tomuto vy´pocˇtu docha´dza samozrejme u oboch
komunikuju´cich ent´ıt, cˇ´ım sa zabezpecˇ´ı, zˇe hodnota sa bude zhodovat’ iba v pr´ıpade zhodnej
konfigura´cie oboch modulov.
V tejto kapitole sme si strucˇne pribl´ızˇili spoˆsoby konfigura´cie obfuskacˇnej knizˇnice
a uka´zali tiezˇ spoˆsob vyuzˇitia ty´chto da´t pri autentiza´cii proxy modulu. Autentiza´cia je
pomerne doˆlezˇita´ z toho doˆvodu, zˇe fikt´ıvny webovy´ server by mohol byt’ zahlteny´ bezˇny´mi
pozˇiadavkami, zasielany´mi na otvorene´ porty, ktore´ sa javia ako webova´ sluzˇba. Take´to
zahlcovanie a blokovanie by potom mohlo byt’ jednoducho vyuzˇ´ıvane´ pri snahe zamedzit’
vykona´vaniu samotnej obfuska´cie, pricˇom zavedenie pop´ısanej autentiza´cie by tomu malo
asponˇ cˇiastocˇne zabra´nit’.
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Kapitola 4
Experimenty s knizˇnicou a
dosiahnute´ vy´sledky
Nasleduju´ca kapitola sa zaobera´ popisom testovania navrhnutej a implementovanej
knizˇnice vo virtua´lnom prostred´ı, kde je mozˇne´ jednoducho simulovat’ roˆzne situa´cie, ktore´
by pri rea´lnom nasaden´ı mohli nastat’. U´lohou testovania je zistit’, do akej miery je knizˇnica
schopna´ zamedzit’ detekcii komunika´cie IDS syste´mom, na druhej strane je tiezˇ nutne´ de-
monsˇtrovat’ jej schopnost’ transparentne prena´sˇat’ obfuskovanu´ komunika´ciu, aby sa na hos-
titel’skom operacˇnom syste´me dala bez proble´mov pouzˇ´ıvat’.
Za u´cˇelom testovania bola teda vytvorena´ virtua´lna siet’, do ktorej bolo mozˇne´ nasadit’
stanice s roˆznymi operacˇny´mi syste´mami. Samotne´ testovanie moˆzˇeme rozdelit’ na dve sa-
mostatne´ etapy, ked’ prva´ zahr´nˇa testovanie na legit´ımnej komunika´cii, pri ktorej sa otestuje
u´spesˇnost’ prenosu a distribu´cie paketov v ra´mci vnu´tornej siete, dynamicke´ odchyta´vanie
paketov a transforma´cia zasielany´ch paketov. U´spechom pri tomto type testovania je ko-
rektne´ nadviazanie komunika´cie medzi dany´mi komunikuju´cimi entitami, pricˇom nedoˆjde
v insˇtalovanom IDS syste´me k detekcii pouzˇ´ıvane´ho obfuskovane´ho protokolu.
Druha´ etapa testovania je postavena´ na zasielan´ı kompromituju´cich da´t, teda zvycˇajne
exploitov, ktore´ u´tocˇia na nejaku´ zranitel’nost’ v syste´me a mnohokra´t k svojej cˇinnosti
vyuzˇ´ıvaju´ a prena´sˇaju´ shellko´d. V tomto pr´ıpade je najdoˆlezˇitejˇs´ım ukazovatel’om u´spesˇne´ho
testu, ak IDS neodhal´ı dany´ u´tok a nevygeneruje ani varovanie o prenose shellko´du.
V nasleduju´cich kapitola´ch sa podrobnejˇsie zameriame na popis vytvorenej virtua´lnej
siete, na ktoru´ budu´ potom jednotlive´ testy aplikovane´. Na´sledne budu´ uvedene´ podrobnosti
jednotlivy´ch testov, ich priebeh a vy´sledky.
4.1 Testovacia virtua´lna siet’
Pre potreby vlastne´ho testovania bola vytvorena´ virtua´lna siet’, zlozˇena´ zo sˇtyroch sa-
mostatny´ch pocˇ´ıtacˇov, ktore´ boli rozdelene´ do dvoch rozdielnych podsiet´ı. Jedna podsiet’
predstavovala vnu´tornu´ siet’, chra´nenu´ pomocou IDS syste´mu, pricˇom druha´ podsiet’ pred-
stavovala okolity´ nedoˆveryhodny´ priestor. Sche´mu zapojenia a nastavenia IP adries u jed-
notlivy´ch virtua´lnych strojov moˆzˇeme vidiet’ na obra´zku 4.1.
Nosny´m prvkom tohto zapojenia je siet’ova´ bra´na, ktora´ zabezpecˇuje prepojenie spome-
nuty´ch dvoch podsiet´ı tak, aby mohla medzi nimi prebiehat’ komunika´cia. Doˆlezˇity´m prv-
kom bra´ny je aj insˇtalovany´ IDS syste´m Snort, ktory´ kontroluje vsˇetku prebiehaju´cu komu-
nika´ciu. Bra´na bola v nasˇom pr´ıpade postavena´ na operacˇnom syste´me Debian v aktua´lnej
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Obra´zok 4.1: Sˇtruktu´ra zapojenia testovacej siete
verzii 6.0, pricˇom obsahuje tri na sebe neza´visle´ siet’ove´ rozhrania. Rozhrania, do ktory´ch
su´ pripojene´ pocˇ´ıtacˇe z vnu´tornej siete, su´ v bra´ne softwarovo premostene´, cˇ´ım je umozˇnena´
ich vza´jomna´ komunika´cia. Na druhej strane komunika´cia s pocˇ´ıtacˇom vo vonkajˇsej sieti je
riesˇena´ pomocou prekladu adries, ked’ v pr´ıpade potreby zasielania mimo vnu´tornu´ siet’ sa
vnu´torna´ adresa z podsiete 192.168.0.0/24 prelozˇ´ı na adresu vonkajˇsieho rozhrania z pod-
siete 172.16.0.0/16. Ty´mto zapojen´ım dosiahneme, zˇe vsˇetka komunika´cia vo virtua´lnej
sieti mus´ı byt’ spracovana´ pomocou bra´ny.
Su´cˇast’ou bra´ny je, ako bolo spomenute´, aj IDS Snort v aktua´lnej verzii 2.9.4, ktory´ ma´
nakonfigurovanu´ ako doma´cu siet’ 192.168.0.0/24 a vsˇetko mimo tejto siete je povazˇovane´
za nedoˆveryhodne´. Pri konfigura´cii boli taktiezˇ povolene´ vsˇetky dostupne´ moduly prepro-
cesorov, ktore´ vykona´vaju´ pokrocˇilejˇsie spracovanie sˇpecifikovany´ch da´tovy´ch tokov. Su´bor
pravidiel bol vzˇdy pri sˇtarte automaticky aktualizovany´ na poslednu´ dostupnu´ verziu po-
mocou na´stroja pulledpork1 a na jednoduchsˇiu spra´vu vygenerovany´ch hla´sen´ı boli udalosti
ukladane´ do databa´zy. Databa´za bola d’alej spracova´vana´ na´strojom BASE (Basic Analysis
and Security Engine) [12], ktory´ umozˇnˇuje jednoduche´ triedenie a spra´vu vygenerovany´ch
hla´sen´ı.
Virtua´lne stroje, slu´zˇiace ako hostitel’ske´ pre uzˇ´ıvatel’sku´ cˇast’ aj proxy modul, musia byt’
postavene´ na syste´me Linux s minima´lnou verziou jadra 2.6 a vysˇsˇou, v nasˇom pr´ıpade boli
pouzˇite´ distribu´cie zalozˇene´ na syste´me Ubuntu, na ktore´ boli okrem samotny´ch modulov
doinsˇtalovane´ aj pouzˇ´ıvane´ knizˇnice, pop´ısane´ v kapitole 3.5. Posledny´m prvkom siete je
ciel’ovy´ pocˇ´ıtacˇ s adresou 192.168.0.2, ktory´ bude koncovou destina´ciou testovacej komu-
nika´cie, pr´ıpadne siet’ovy´ch u´tokov. Operacˇny´ syste´m a jeho konfigura´cia bude obmienˇana´
na za´klade charakteristiky testu (potreba vytvorenia zranitel’ny´ch miest alebo insˇtala´cia
siet’ovy´ch sluzˇieb), pricˇom bude spresnena´ pri popise konkre´tnych experimentov.
1https://code.google.com/p/pulledpork/
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4.2 Experimenty s legit´ımnou komunika´ciou
Pri pocˇiatocˇnom testovan´ı na legit´ımnej komunika´cii bolo potrebne´ zvolit’ protokoly tak,
aby sme boli schopn´ı otestovat’ mozˇnosti u´spesˇne´ho zostavenia komunika´cie a v druhom rade
zistit’, cˇi prebieha u´spesˇne aj jej zamaskovanie. Z tohto doˆvodu boli pre pocˇiatocˇne´ testy
zvolene´ protokoly, slu´zˇiace na vzdialene´ pripojenie, konkre´tne telnet a ssh.
Ako ciel’ovy´ syste´m insˇtalovany´ na stroji s IP adresou 192.168.0.2 bol v tomto pr´ıpade
pouzˇity´ operacˇny´ syste´m CentOS vo verzii 6.3, na ktorom boli tieto testovacie sluzˇby spus-
tene´, teda aj zodpovedaju´ce porty boli otvorene´, konkre´tne pre telnet port cˇ´ıslo 23 a pre
ssh port 22. Jednotlive´ testy a ich vy´sledky si strucˇne pop´ıˇseme.
4.2.1 Protokoly telnet a ssh
Komunika´cia protokolom telnet prebieha v otvorenej podobe, preto je jeho pouzˇitie na
vzdialeny´ pr´ıstup neodporu´cˇane´, na druhej strane, pre nasˇe potreby je testovanie s ty´mto
protokolom vy´hodne´, pretozˇe IDS Snort obsahuje priamo preprocesor, ktory´ vykona´va kon-
trolu nad zasielany´mi spra´vami. IDS z tohto doˆvodu vygeneruje varovanie pri nedoˆvery-
hodnej vy´mene spra´v ty´mto protokolom, napr´ıklad ako podozrivy´ sa jav´ı aj chybny´ pokus
o prihla´senie. Ako u´spesˇne´ v tomto pr´ıpade budeme povazˇovat’ vy´sledok, ked’ sa podar´ı
vytvorit’ u´spesˇne´ spojenie a su´cˇasne, aj v pr´ıpade zadania chybne´ho mena a hesla, nedoˆjde
k vygenerovaniu hla´senia IDS syste´mom.
Ako referencˇnu´ hodnotu bolo potrebne´ z´ıskat’ odozvu, ktora´ vznikne bez pouzˇitia ob-
fuskacˇnej knizˇnice. Ako reakcia na pozit´ıvne porovnanie so vzorom v pr´ıpade pokusu o chyb-
ne´ prihla´senie, doˆjde ku vygenerovaniu nasleduju´ceho hla´senia:
< Signatu´ra > < Zdrojova´ adresa > < Ciel’ova´ adresa >
GPL TELNET Bad Login 192.168.0.2:23 172.16.0.2:34164
Z vy´stupu je zrejme´, zˇe IDS je pri analy´ze schopne´ kontrolovat’ zasielane´ spra´vy v telnet
spojen´ı a porovna´van´ım ulozˇeny´ch vzorov z databa´zy pravidiel odhalit’ pr´ıpadne´ nezˇiaduce
spra´vy, ktore´ v pr´ıpade vy´skytu loguje v podobe vygenerovane´ho alarmu.
Pri pouzˇit´ı obfuskacˇnej knizˇnice je nutne´ nastavenie, ktore´ zahr´nˇa transforma´ciu tel-
net protokolu, teda parameter protocol_modul z konfiguracˇne´ho su´boru mus´ı obsaho-
vat’ minima´lne definovanu´ hodnotu 23. Po spusten´ı procesu konfigurovanej obfuska´cie je
mozˇne´ bez proble´mov vytvorit’ spojenie s ciel’ovou stanicou a aj v pr´ıpade chybne´ho pokusu
o prihla´senie IDS nehla´silo zˇiadne varovania. Testovanie prebiehalo, cˇi uzˇ pre komunika´ciu
v otvorenej podobe, maskovanu´ v HTTP protokole, alebo sˇifrovanu´ komunika´ciu HTTPS
protokolom, pricˇom v oboch pr´ıpadoch bolo u´spesˇne´.
Obdobny´m spoˆsobom prebiehalo aj testovanie s ssh protokolom, ktory´ na rozdiel od
telnet-u pracuje so sˇifrovany´m bezpecˇny´m kana´lom. Z tohto doˆvodu IDS nemoˆzˇe priamo
kontrolovat’ obsah da´tovy´ch paketov, a ty´m ani generovat’ varovania na za´klade ich obsahu.
Ciel’om tohto testovania bola teda snaha demonsˇtrovat’, zˇe knizˇnica je schopna´ obfuskovat’
aj komunika´ciu zlozˇitejˇs´ım protokolom. Oproti protokolu telnet, ktory´ pracuje jednoducho
sˇty´lom dotaz - odpoved’ vo forme klasicky´ch textovy´ch spra´v, pri inicializa´cii ssh kana´la
mus´ı na druhej strane doˆjst’ k vy´menne sˇifrovac´ıch kl’´ucˇov a tiezˇ sa vykona´vaju´ kontroly, cˇi
nedosˇlo k nejakej modifika´cii zasielany´ch paketov.
V oboch pr´ıpadoch obfuska´cie sa podarilo u´spesˇne nadviazat’ komunika´ciu, ktora´ nebola
nijako poznacˇena´ obfuska´ciou a komunikuju´cemu klientovi sa javila ako transparentna´. Na
strane IDS nedosˇlo k detekcii zˇiadnych siet’ovy´ch anoma´lii a komunika´cia nebola oznacˇena´
zˇiadnymi hla´seniami. Na za´klade toho moˆzˇeme test povazˇovat’ za u´spesˇny´.
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4.2.2 Skenovanie portov
Opera´cia skenovania portov sa nacha´dza na hranici legit´ımnej komunika´cie, pretozˇe
cˇasto vedie k d’alˇs´ım pokusom o u´tok na ciel’ovu´ stanicu, na druhej strane sa vsˇak pri
jej vykona´van´ı nezasielaju´ zˇiadne sˇkodlive´ da´ta. Z doˆvodu zvy´sˇenia bezpecˇnosti syste´mov,
IDS syste´my potencia´lne skenovanie portov zaznamena´vaju´ a konkre´tne Snort obsahuje
na pokrocˇilejˇsiu analy´zu samostatny´ preprocesor. Pri skenovan´ı portov zasiela zdrojovy´
syste´m na ciel’ovu´ stanicu mnozˇstvo pozˇiadaviek na jednotlive´ porty a na za´klade odpoved´ı
sa snazˇ´ı zistit’, ktory´ z portov je otvoreny´, pr´ıpadne, aka´ sluzˇba na nˇom bezˇ´ı. Z hl’adiska
testovania obfuskacˇnej knizˇnice je najdoˆlezˇitejˇsou u´lohou zamedzit’ vygenerovaniu varovan´ı,
ktore´ sa moˆzˇu objavit’ z doˆvodu detekcie podozrivej komunika´cie. Doˆlezˇitou vlastnost’ou
u´spesˇnej obfuska´cie je tiezˇ z´ıskanie zhodne´ho vy´sledku skenovania ako v pr´ıpade behu bez
obfuska´cie.
Testovanie bolo vykona´vane´ pomocou programu nmap, ktory´ umozˇnˇuje vykona´vanie
roˆznych typov skenovania portov. V prvom kroku boli vytvorene´ referencˇne´ hodnoty tak,
zˇe sme vykonali skenovanie pr´ıkazom nmap 192.168.0.2, ktory´ vykona´ preskenovanie naj-
cˇastejˇsie vyuzˇ´ıvany´ch portov. IDS na tu´to opera´ciu reagovalo nasleduju´cimi hla´seniami:
< Signatu´ra >
< Zdrojova´ adresa > < Ciel’ova´ adresa >
portscan: TCP Portscan
172.16.0.2 192.168.0.2
ET POLICY Suspicious inbound to mySQL port 3306
172.16.0.2:57558 192.168.0.2:3306
ET POLICY Suspicious inbound to MSSQL port 1433
172.16.0.2:45127 192.168.0.2:1433
ET POLICY Suspicious inbound to PostgreSQL port 5432
172.16.0.2:55873 192.168.0.2:5432
ET SCAN Potential VNC Scan 5900-5920
172.16.0.2:57306 192.168.0.2:5904
ET SCAN Potential VNC Scan 5800-5820
172.16.0.2:38582 192.168.0.2:5802
Ako moˆzˇeme z vy´pisu vidiet’, Snort bol schopny´ odhalit’ anoma´lie na niektory´ch portoch, ale
za´rovenˇ oznacˇit’ celu´ vykona´vanu´ komunika´ciu ako skenovanie portov. Jednotlive´ hla´senia
su´ vygenerovane´ roˆznymi modulmi, cˇo naznacˇuje, zˇe vykona´vana´ analy´za pricha´dzaju´cej
komunika´cie je vykona´vana´ podrobne s pouzˇity´m viacery´ch preprocesorov.
Pri testovan´ı tohto typu obfuska´cie sa over´ı funkcˇnost’ druhe´ho implementovane´ho mo-
dulu, to znamena´, zˇe v konfiguracˇnom su´bore mus´ı byt’ akt´ıvna druha´ polozˇka oproti
predosˇle´mu pr´ıpadu, konkre´tne pr´ıkaz scan_modul. Vykonanie obfuska´cie, so spra´vne na-
konfigurovanou a spustenou obfuskacˇnou knizˇnicou, zabezpecˇilo z´ıskanie zhodny´ch vy´sledkov
skenovania ako v pr´ıpade behu bez obfuska´cie, pricˇom pri oboch typoch transforma´cie odo-
sielany´ch da´t neodhalil Snort zˇiadne podozrive´ pakety, a teda nedosˇlo k vygenerovaniu
zˇiadnych hla´sen´ı. Z tohto doˆvodu moˆzˇeme tento test povazˇovat’ za u´spesˇny´.
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4.3 Experimenty s exploitacˇny´mi da´tami
Druha´ fa´za testovania prebiehala, oproti predosˇly´m pr´ıpadom, s da´tami, ktore´ sa snazˇili
vykonat’ nejake´ nekale´ cˇinnosti na ciel’ovom syste´me, teda najcˇastejˇsie z´ıskat’ vzdialeny´
pr´ıstup k ciel’ove´mu pocˇ´ıtacˇu. Pri taky´chto u´tokoch sa najcˇastejˇsie vyuzˇ´ıva zranitel’nost´ı
v sluzˇbe, ktora´ je pr´ıstupna´ na vzdialenom pocˇ´ıtacˇi, pricˇom sa u´tocˇ´ı na zranitel’ne´ miesta
spoˆsobene´ zvycˇajne chybami pri pra´ci s pama¨t’ou v programe, teda napr´ıklad pretecˇenie
za´sobn´ıka (stack overflow) alebo pretecˇenie pama¨ti (buffer overflow) [7]. U´toky zneuzˇiju´
tieto zranitel’nosti ty´m spoˆsobom, zˇe zabezpecˇia vykonanie svojho vlastne´ho ko´du (arbit-
rary code) na vzdialenom pocˇ´ıtacˇi, ktory´ zabezpecˇ´ı uskutocˇnenie jadra u´toku, zvycˇajne es-
kala´ciu pr´ıstupovy´ch pra´v a vytvorenie vzdialenej TCP rela´cie na kompromitovanom stroji.
S vykonan´ım u´zko su´vis´ı distribu´cia exploitacˇne´ho ko´du do vzdialene´ho pocˇ´ıtacˇa, ktory´ sa
najcˇastejˇsie zasiela v podobe shellko´du.
Na druhej strane sa na detekciu shellko´du orientuju´ aj samotne´ IDS syste´my, ktore´
sa snazˇia odhalit’ da´tove´ pakety obsahuju´ce taky´to kompromitovany´ payload. U´lohou ob-
fuskacˇnej knizˇnice nie je v tomto pr´ıpade snaha o u´plne´ zamaskovanie komunika´cie, ale
zabra´nenie, aby nebolo jadro u´toku detekovane´. Samotne´ u´toky boli pri testovan´ı vy-
kona´vane´ vo va¨cˇsˇine pr´ıpadov pomocou na´stroja metasploit2, slu´zˇiaceho na pokrocˇile´ pene-
tracˇne´ testovanie syste´mov, ktory´ obsahuje rozsiahlu databa´zu zna´mych exploitov, ktore´ je
mozˇno nakonfigurovat’ podl’a vlastny´ch pozˇiadaviek dany´ch vlastnost’ami ciel’ove´ho syste´mu.
V nasleduju´cich sekcia´ch si podrobnejˇsie pop´ıˇseme niektore´ u´toky, spoˆsob testovania a vy´-
sledky, z´ıskane´ pri obfuska´cii s knizˇnicou.
4.3.1 U´toky na webove´ sluzˇby
Doˆlezˇity´m aspektom pri vy´voji knizˇnice bola jej univerza´lnost’, a z doˆvodu, zˇe na prenos
obfuskovany´ch da´t sa vyuzˇ´ıvaju´ protokoly HTTP a HTTPS, bolo potrebne´ otestovat’ schop-
nost’ knizˇnice zamaskovat’ aj komunika´ciu, ktora´ je v origina´lnej forme prena´sˇana´ ty´mito
protokolmi, a teda docha´dza k transforma´cii HTTP do obfuskovane´ho HTTP, obdobne aj
v pr´ıpade sˇifrovanej varianty HTTPS. Testovanie by teda malo v hlavnej miere overit’ schop-
nosti knizˇnice odchyta´vat’ pakety na hostitel’skom pocˇ´ıtacˇi tak, aby boli zachyta´vane´ iba
pakety s poˆvodny´mi prena´sˇany´mi da´tami a odosielane´, knizˇnicou transformovane´ pakety,
zostali d’alej syste´mom nepovsˇimnute´. Ak by docha´dzalo k odchyta´vaniu a obfuskovaniu
uzˇ transformovany´ch paketov, vznikol by cyklus, pri ktorom by sa paket rekurz´ıvne trans-
formoval a nikdy by nedosˇlo k jeho odoslaniu. Na demonsˇtra´ciu boli vybrane´ dva roˆzne
u´toky, zameriavaju´ce sa na exploita´ciu na HTTP porte 80, respekt´ıve na HTTPS porte
443. Podrobnejˇsie si jednotlive´ testy pop´ıˇseme.
Ako sˇtandardny´ webovy´ server bezˇiaci na porte 80 bola zvolena´ jednoducha´, odl’ahcˇena´
implementa´cia webove´ho servera BadBlue v poslednej vydanej verzii 2.72b, ktora´ trp´ı zrani-
tel’nost’ou zalozˇenou na pretecˇen´ı za´sobn´ıka, pop´ısana´ v CVE-2007-6377 [19]. U´tocˇn´ık moˆzˇe
vyuzˇit’ tu´to zranitel’nost’ vo svoj prospech, pretozˇe server nespra´vne kontroluje URI adresu
a pri zaslan´ı sˇpecia´lne zostavenej HTTP pozˇiadavky, moˆzˇe doˆjst’ k porusˇeniu integrity a
pretecˇeniu, ktore´ vedie azˇ k mozˇnosti vykonania vlastne´ho ko´du u´tocˇn´ıka. Pri vykona´van´ı
u´toku sa zasiela vsˇeobecne zna´my shellko´d, ktory´ zabezpecˇ´ı otvorenie reverzne´ho TCP spo-
jenia spa¨t’ na pocˇ´ıtacˇ u´tocˇn´ıka, cˇ´ım sa zabezpecˇ´ı vzdialeny´ pr´ıstup s administra´torsky´mi
pra´vami na ciel’ovom pocˇ´ıtacˇi. Implementa´cia webovej sluzˇby bola insˇtalovana´ na serveri
2http://www.metasploit.com/
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bezˇiacom v operacˇnom syste´me Windows 2000, ktory´ bol pripojeny´ vo virtua´lnej sieti na
sˇtandardnu´ IP adresu 192.168.0.2, vyply´vaju´cu z architektu´ry testovacej siete.
Prvy´m krokom vykona´vane´ho testu je z´ıskanie referencˇne´ho vy´stupu IDS, ak nebola pri
komunika´cii vyuzˇita´ obfuskacˇna´ knizˇnica. Vy´stup obsahuje nasleduju´ce varovania:
< Signatu´ra >
< Zdrojova´ adresa > < Ciel’ova´ adresa >
ET SHELLCODE Rothenburg Shellcode
172.16.0.2:39159 192.168.0.2:80
INDICATOR-SHELLCODE x86 OS agnostic fnstenv geteip dword xor decoder
172.16.0.2:39159 192.168.0.2:80
http_inspect: LONG HEADER
172.16.0.2:39159 192.168.0.2:80
Prve´ dve varovania su´ spoˆsobene´ detekciou prena´sˇane´ho shellko´du, ktory´ IDS syste´m pri
analy´ze doka´zal odhalit’ a za´rovenˇ aj klasifikovat’, pretozˇe sa jedna´ o rozsˇ´ırenu´ variantu
urcˇenu´ na vytvorenie reverzne´ho spojenia pre syste´my Windows. Posledne´ varovanie pred-
stavuje upozornenie na prenos pr´ıliˇs dlhej URI adresy, snazˇiacej sa spoˆsobit’ pretecˇenie
za´sobn´ıka na ciel’ovom syste´me. Po prenesen´ı tejto kompromitovanej komunika´cie dosˇlo
k vytvoreniu vzdialenej rela´cie s administra´torsky´mi pra´vami, a teda ku kompletne´mu
ovla´dnutiu ciel’ove´ho syste´mu.
Za´verecˇna´ fa´za testovania zahr´nˇa prevedenie pop´ısane´ho u´toku so spustenou obfuska´ciou
pre oba rezˇimy prenosu transformovany´ch da´t, teda v sˇifrovanej aj nesˇifrovanej podobe.
V oboch pr´ıpadoch dosˇlo k prelomeniu ciel’ove´ho pocˇ´ıtacˇa, vytvoreniu vzdialene´ho sedenia
a za´rovenˇ IDS nevygeneroval zˇiadne varovania, preto moˆzˇeme test zamerany´ na obfuska´ciu
HTTP komunika´cie povazˇovat’ za u´spesˇny´.
Druhy´ u´tok v tejto pra´ci orientovany´ na webove´ sluzˇby je zamerany´ na expoita´ciu ser-
vera apache, ktory´ je rozsˇ´ıreny´ doplnkom mod_ssl, teda kompromitovana´ komunika´cia pre-
bieha na sˇifrovanom porte 443. Zranitel’nost’ servera vycha´dza z mozˇne´ho pretecˇenia pama¨ti
v insˇtalovanom doplnku, ked’ niektore´ starsˇie verzie apache pouzˇ´ıvaju´ rozsˇ´ırenie mod_ssl
vo verzii nizˇsˇej ako 2.8.7, ktora´ obsahuje chybu v pra´ci s vyrovna´vacou pama¨t’ou, ked’ sa
nespra´vne ukladaju´ da´ta aktua´lnych spravovany´ch vzdialeny´ch rela´ci´ı. Jedna´ sa v praxi
o pomerne t’azˇko exploitovatel’nu´ zranitel’nost’, ale na demonsˇtra´ciu funkcˇnosti knizˇnice
dostacˇuje. Podrobnosti o u´toku a mozˇnosti vyuzˇitia zranitel’nosti boli cˇerpane´ z odpove-
daju´ceho CVE-2002-0082 [18].
U´tok vycha´dza zo znalosti, zˇe mod_ssl nespra´vne inicializuje pama¨t’ a pri ulozˇen´ı SSL
rela´cie moˆzˇe doˆjst’ k pretecˇeniu pama¨ti. Pri u´toku je nutne´ poku´sit’ sa o zva¨cˇsˇenie da´t repre-
zentuju´cich rela´ciu, cˇo sa da´ dosiahnut’ tak, zˇe sa pouzˇije extre´mne vel’ky´ certifika´t klienta,
pricˇom mus´ı byt’ splnene´, zˇe na strane servera docha´dza k overovaniu certifika´tu a ten mus´ı
byt’ podp´ısany´ certifikacˇnou autoritou, ktorej web server doˆveruje. Z uvedene´ho popisu
vyply´va, zˇe u´tok je pomerne t’azˇko realizovatel’ny´ pri rea´lnom nasaden´ı, ale pri vlastny´ch
experimentoch boli uvedene´ podmienky na u´spesˇne´ prelomenie splnene´, s vyuzˇit´ım ser-
vera s operacˇny´m syste´mom Linux, na ktorom bol nainsˇtalovany´ apache vo verzii 1.3.20
s doplnkom mod_ssl verzie 2.8.4.
U´tok bol vykona´vany´ pomocou verejne dostupne´ho exploitu [8], ktory´ bol modifikovany´
na spra´vnu funkcˇnost’ vo vyuzˇ´ıvanej virtua´lnej sieti. Pouzˇity´ exploit vyuzˇ´ıva uvedene´ zrani-
tel’nosti a po z´ıskan´ı pr´ıstupu s obmedzeny´mi pra´vami k serveru, dop´lnˇa cˇinnost’ o distribu´ciu
zna´meho loka´lneho exploitu ptrace_kmod.c [23], ktory´ umozˇn´ı z´ıskanie administra´torsky´ch
pra´v a kompletne´ ovla´dnutie ciel’ove´ho operacˇne´ho syste´mu. Ako je z popisu u´toku zrejme´,
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cela´ komunika´cia prebieha v sˇifrovanej podobe, a preto aj pri testovan´ı bez vyuzˇitia ob-
fuskacˇnej knizˇnice, IDS nie je schopne´ odhalit’ prena´sˇane´ exploitacˇne´ da´ta a nevygeneruje
zˇiadne hla´senia. Test v tomto pr´ıpade nie je zamerany´ priamo na zamaskovanie komunika´cie,
ale ma´ overit’ mozˇnost’ transparentne´ho prenosu sˇifrovane´ho u´toku cˇi uzˇ v otvorenej HTTP
podobe alebo opa¨tovny´m zasˇifrovan´ım do HTTPS podoby. U´tok bol pri prakticky´ch tes-
toch, s vyuzˇit´ım obfuskacˇnej knizˇnice, pri vyuzˇit´ı oboch typov prenosu u´spesˇny´ a vzˇdy sa
podarilo vytvorit’ vzdialenu´ rela´ciu s administra´torsky´m pr´ıstupom k ciel’ove´mu pocˇ´ıtacˇu.
U´spesˇnost’ pop´ısany´ch testov pramen´ı najma¨ zo spoˆsobu implementa´cie spracova´vania
odchyteny´ch paketov, ked’ sa transforma´cia do obfuskovanej podoby a samotne´ odoslanie re-
alizuje na syste´movej u´rovni, cˇ´ım sa zabezpecˇ´ı transparentnost’ vocˇi hostitel’ske´mu syste´mu,
a teda nedoˆjde k zacykleniu ani v pr´ıpade realiza´cie obfuska´cie protokolov, ktore´ su´ za´rovenˇ
pouzˇ´ıvane´ na zamaskovanie komunika´cie v sieti. Vy´sledky ty´chto testov by mali potvr-
dit’ schopnosti knizˇnice univerza´lne maskovat’ komunika´ciu bezˇny´mi protokolmi v siet’ovom
prostred´ı.
4.3.2 Zranitel’nost’ Microsoft DCOM-RPC
Nasleduju´ci pop´ısany´ experiment sa orientuje na u´tok [29] zameriavaju´ci sa na zrani-
tel’nost’, ktora´ sa nacha´dza v riesˇen´ı volania vzdialeny´ch procedu´r (RPC) syste´mu Micro-
soft Windows. RPC umozˇnˇuje volanie procedu´r medzi procesmi, ktore´ moˆzˇu byt’ situovane´
na roˆznych syste´moch. RPC vyuzˇ´ıva pri svojej cˇinnosti takzvane´ DCOM rozhranie, ktore´
vsˇak obsahuje zranitel’nost’ spoˆsobenu´ chybnou pra´cou s pama¨t’ou, ked’ moˆzˇe doˆjst’ k jej
pretecˇeniu. Konkre´tne sa ta´to chyba nacha´dza v syste´moch Windows XP, 2000 a 2003 Ser-
ver. U´tocˇn´ık moˆzˇe v tomto pr´ıpade exploitovat’ tu´to zranitel’nost’ a z´ıskat’ vzdialeny´ pr´ıstup
k napadnute´mu pocˇ´ıtacˇu. Jedna´ sa o pomerne zna´mu zranitel’nost’, pri ktorej docha´dza k dis-
tribu´cii shellko´du vytva´raju´ceho reverzne´ TCP spojenie. Zranitel’nost’ svojho cˇasu vyuzˇ´ıval
aj zna´my a rozsˇ´ıreny´ internetovy´ cˇerv Blaster, pricˇom su´hrnne´ informa´cie, odkial’ cˇiastocˇne
cˇerpala aj ta´to pra´ca su´ uvedene´ v CVE-2003-0352 [20].
Na otestovanie knizˇnice bol nasadeny´, ako ciel’ovy´ pocˇ´ıtacˇ s IP adresou 192.168.0.2 vo
virtua´lnej sieti, stroj s operacˇny´m syste´mom Windows 2000, na ktorom bola povolena´ RPC
sluzˇba, bezˇiaca na porte 135. Samotny´ u´tok na tu´to sluzˇbu bol vykonany´ pomocou na´stroja
metasploit, ked’ po uskutocˇnen´ı pr´ıslusˇne´ho u´toku dosˇlo k vytvoreniu vzdialenej rela´cie na
ciel’ovom pocˇ´ıtacˇi, ktora´ umozˇnˇovala vzdialeny´ pr´ıstup s administra´torsky´mi pra´vami na
napadnutom pocˇ´ıtacˇi, pricˇom pri teste bez pouzˇitia obfuskacˇnej knizˇnice IDS syste´m Snort
vygeneroval nasleduju´ce hla´senia:
< Signatu´ra >
< Zdrojova´ adresa > < Ciel’ova´ adresa >
ET SHELLCODE Rothenburg Shellcode
172.16.0.2:54134 192.168.0.2:135
INDICATOR-SHELLCODE x86 OS agnostic fnstenv geteip dword xor decoder
172.16.0.2:54134 192.168.0.2:135
OS-WINDOWS DCERPC NCACN-IP-TCP
IActivation remoteactivation overflow attempt
172.16.0.2:54134 192.168.0.2:135
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Z uvedene´ho vy´pisu je zrejme´, zˇe Snort nema´ proble´m s odhalen´ım take´hoto rozsˇ´ırene´ho
u´toku a dokonca okrem detekcie pokusu o vyuzˇitie zranitel’nosti spoˆsobenej pretecˇen´ım
pama¨ti a odhalenia samotne´ho shellko´du, doˆjde aj k jeho klasifika´cii.
Testovanie u´tokov, s vyuzˇit´ım obfuskacˇnej knizˇnice, ktora´ musela byt’ nakonfigurovana´
na obfuska´ciu komunika´cie na porte s cˇ´ıslom 135, bolo u´spesˇne´ aj pri tomto u´toku, ked’
IDS nevygeneroval ani jeden z uvedeny´ch alarmov, pricˇom na druhej strane bol u´tok sta´le
u´spesˇny´ a dosˇlo k vytvoreniu vzdialenej rela´cie na ciel’ovom pocˇ´ıtacˇi. Zhodny´ priebeh u´toku
bol zaznamenany´ v oboch pr´ıstupoch k obfuska´cii, pretozˇe aj v pr´ıpade komunika´cie v ot-
vorenej podobe je shellko´d transformovany´ do HTTP paketu v textovej forme, cˇo neumozˇn´ı
IDS syste´mu jeho detekciu.
4.3.3 U´tok na sluzˇbu samba
Posledny´ podrobne pop´ısany´ u´tok je zamerany´ na exploita´ciu sluzˇby samba, ktora´ sa
pouzˇ´ıva na zdiel’anie su´borov medzi operacˇny´mi syste´mami Windows a Linux. Jedna´ sa
o pomerne rozsˇ´ırenu´ aplika´ciu vyuzˇ´ıvanu´ v mnohy´ch siet’ach, kde je potrebne´ zabezpecˇit’
zdiel’anie su´borov medzi roˆznymi operacˇny´mi syste´mami. U´lohou tohto testu je potvrdit’
univerza´lnost’ navrhnute´ho riesˇenia pracovat’, na rozdiel od predosˇle´ho pr´ıpadu zameria-
vaju´ceho sa na Windows platformu, aj ak ciel’ovy´ stroj bezˇ´ı na inom operacˇnom syste´me.
U´tok je aj v tomto pr´ıpade postaveny´ na pretecˇen´ı pama¨ti vo funkcii call_trans2open,
z cˇoho je odvodeny´ aj na´zov exploitu, ktory´ je pop´ısany´ v CVE-2003-0201 [21]. Zrani-
tel’nost’ je spoˆsobena´ ty´m, zˇe dokonca anonymny´, neautentizovany´ uzˇ´ıvatel’ ma´ mozˇnost’
zaslat’ a ulozˇit’ da´ta do staticky alokovane´ho miesta v pama¨ti, cˇo moˆzˇe viest’ k pretecˇeniu a
posˇkodeniu citlivy´ch miest v pama¨ti. U´spesˇne´ vykonanie tohto u´toku ma´ za na´sledok vyko-
nanie ko´du u´tocˇn´ıka s pra´vami, s ktory´mi je spusteny´ samotny´ samba proces na ciel’ovom
pocˇ´ıtacˇi. Uvedena´ zranitel’nost’ sa nacha´dza v starsˇ´ıch verzia´ch od 2.2.0 po 2.2.8 a existuje
mnozˇstvo dostupny´ch exploitov, ktore´ tu´to chybu vyuzˇ´ıvaju´. V nasˇom pr´ıpade bol pouzˇity´
exploit nacha´dzaju´ci sa v na´stroji metasploit, ktory´ ako payload opa¨t’ zasiela shellko´d
vytva´raju´ci reverzne´ TCP spojenie s pocˇ´ıtacˇom u´tocˇn´ıka. Priebeh samotne´ho u´toku je re-
alizovany´ hrubou silou (brute-force), pretozˇe je potrebne´ odhadnu´t’ na´vratovu´ adresu, kde
bude sˇkodlivy´ shellko´d ulozˇeny´. Na´vratova´ adresa cˇiastocˇne za´vis´ı na platforme, na ktorej
sluzˇba bezˇ´ı ale presne sa odhadnu´t’ neda´. U´tok hrubou silou na druhej strane lepsˇie prever´ı
schopnosti knizˇnice maskovat’ danu´ komunika´ciu.
Testovanie prebiehalo vocˇi operacˇne´mu syste´mu Linux, na ktorom bola nainsˇtalovana´
a nakonfigurovana´ siet’ova´ sluzˇba samba vo verzii 2.2.1a. Referencˇny´ vy´stup hla´sen´ı IDS
pri vykona´van´ı u´toku na danu´ sluzˇbu bol z´ıskany´ priamo exploita´ciou sluzˇby bez pouzˇitia
obfuskacˇnej knizˇnice.
Z´ıskany´ vy´pis hla´sen´ı potvrdzuju´ci schopnost’ IDS zaznamenat’ kompromitovanu´ komu-
nika´ciu v sieti je nasledovny´:
< Signatu´ra >
< Zdrojova´ adresa > < Ciel’ova´ adresa >
GPL NETBIOS SMB trans2open buffer overflow attempt
172.16.0.2:33539 192.168.0.2:139
GPL NETBIOS SMB IPC$ share access
172.16.0.2:33539 192.168.0.2:139
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Dvojice ty´chto hla´sen´ı boli v origina´lnom vy´stupe opakovane´ viackra´t, na za´klade pocˇtu
pokusov, ktore´ musel exploit pri u´toku hrubou silou vykonat’, ky´m sa mu podarilo prelo-
mit’ ciel’ovu´ sluzˇbu a z´ıskat’ vzdialeny´ pr´ıstup s administra´torsky´mi pra´vami na ciel’ovom
pocˇ´ıtacˇi. IDS pri tomto u´toku doka´zˇe odhalit’, zˇe u´tocˇn´ık sa snazˇ´ı vyuzˇit’ zna´mu zranitel’nost’
trans2open, pricˇom toto hla´senie je doplnene´ o upozornenie, zˇe pripojenie na samba server
pricha´dza z pocˇ´ıtacˇa mimo chra´nenej siete.
Realiza´cia u´tokov s vyuzˇit´ım knizˇnice nakonfigurovanej na obfuska´ciu komunika´cie na
porte 135, na ktorom sluzˇba samba sˇtandardne bezˇ´ı, prebehla u´spesˇne aj v tomto pr´ıpade
pre oba typy prena´sˇanej obfuskovanej komunika´cie. IDS syste´m teda nevygeneroval zˇiadne
varovania ani pri testovan´ı u´toku hrubou silou, ked’ exploit potreboval zvycˇajne priblizˇne de-
sat’ pokusov na korektne´ dokoncˇenie. U IDS tiezˇ nedosˇlo k vygenerovaniu zˇiadneho hla´senia
ani v pr´ıpade pouzˇitia HTTP prenosu, na ktore´ho analy´zu Snort pouzˇ´ıva aj samostatny´
preprocesor. Na za´klade ty´chto vy´sledkov moˆzˇeme tvrdit’, zˇe aj ta´to komunika´cia je za
ty´chto podmienok IDS syste´mom nedetekovatel’na´.
4.4 AIPS syste´m
Spra´vna funkcia a efektivita navrhnute´ho implementovane´ho na´stroja mala byt’ na´sled-
ne otestovana´ v ra´mci projektu AIPS, ktory´ je vyv´ıjany´ na FIT VUT v Brne vy´skumnou
skupinou Buslab. Projekt AIPS vyuzˇ´ıva pri svojej cˇinnosti Honeypot syste´my, ktore´ generuju´
behaviora´lne pravidla´ (signatu´ry) pre moduly, ktore´ slu´zˇia na detekciu u´tokov. Hlavnou
u´lohou tohto syste´mu je zvy´sˇit’ schopnost’ detekcie novy´ch, dosial’ nezna´mych a zero-day
u´tokov, pri ktory´ch bezˇne´ rozpozna´vanie vzorov zlyha´va. Architektu´ra siet’ovej detekcˇnej
cˇasti AIPS syste´mu je zna´zornena´ na nasleduju´com obra´zku cˇ´ıslo 4.2.
Zo zobrazenej sche´my vid´ıme, zˇe syste´m sa del´ı na dve spolupracuju´ce cˇasti, ked’ za´-
kladom je AIPS Network Detector (ND), pracuju´ci ako siet’ova´ sonda, schopna´ odhal’ovat’
pokusy o u´toky, pricˇom vyuzˇ´ıva databa´zu znalost´ı, ktoru´ spracova´va AIPS Attack Processor
(AP). Tieto prvky su´ d’alej doplnene´ o Intrusion Detection and Prevention System (IDPS),
zabezpecˇuju´ci detekciu, pr´ıpadne doplnenu´ o vykonanie prevent´ıvneho za´sahu v rea´lnom
cˇase, ktory´ vyuzˇ´ıva vlastnu´ databa´zu vzorov. Druhou, cˇiastocˇne oddelenou cˇast’ou, su´ Ho-
neypot syste´my, ktore´ maju´ za u´lohu z´ıskavat’ znalosti o odhaleny´ch u´tokoch. Extraho-
vane´ da´ta su´ d’alej poslane´ AIPS AP, riadiacemu d’alˇsiu analy´zu a vyhodnotenie z´ıskany´ch
da´t. Hlavny´m zdrojom da´t, vstupuju´cich do syste´mu, je tiezˇ duplikovana´, zrkadlena´ komu-
nika´cia, ktora´ je predspracovana´ rozdelen´ım na jednotlive´ siet’ove´ toky, slu´zˇiace na vyex-
trahovanie behaviora´lnych pravidiel pre detekcˇny´ syste´m.
Princ´ıp funkcie spocˇ´ıva v tom, zˇe Honeypot syste´my sa snazˇia nala´kat’ u´tocˇn´ıka, aby
zau´tocˇil na niektoru´ z insˇtalovany´ch dostupny´ch zranitel’ny´ch sluzˇieb, ktore´ na Honey-
pot syste´me bezˇia, pricˇom tieto syste´my obsahuju´ mechanizmy, ktore´ umozˇnˇuju´ odhalit’,
zˇe dosˇlo k vyuzˇitiu zranitel’ne´ho miesta, napr´ıklad pretecˇeniu pama¨ti, ak program zap´ıˇse
mimo pridelenu´ pama¨t’. Informa´cie o u´toku su´ na´sledne zaslane´ do AIPS AP, ktory´ na
za´klade ty´chto znalost´ı doplneny´ch o extrahovane´ da´ta zo siet’ovej komunika´cie, vytvor´ı
popis spra´vania dane´ho u´toku. Vy´hodou tohto riesˇenia, na rozdiel od doposial’ pouzˇ´ıvane´ho
pr´ıstupu, zalozˇene´ho na definovan´ı legit´ımneho spra´vania sa syste´mu, pop´ısane´ho v kapitole
1.2.1, je to, zˇe nemus´ıme vytva´rat’ model korektne´ho spra´vania syste´mu, ale uchova´vane´ su´
naucˇene´ znalosti, ktore´ predstavuju´ vzory spra´vania sa jednotlivy´ch u´tokov. Podrobnosti
o architektu´re a princ´ıpe fungovania syste´mu boli cˇerpane´ najma¨ z [3] a [2].
Z pohl’adu tejto pra´ce je najpodstatnejˇsou cˇastou IDPS, realizuju´ci detekciu nelega´lnej
komunika´cie v rea´lnom cˇase. V konkre´tnej implementa´cii AIPS syste´mu je ako nosny´ de-
50
AIPS AP
Internet Firewall
Blocker
LAN
Servre
Honeypot 
systémy
Zrkadlená 
komunikácia
IDPS
AIPS ND
Obra´zok 4.2: Architektu´ra siet’ovej cˇasti AIPS syste´mu [3]
tekcˇny´ mechanizmus pouzˇity´ IDS Snort [2], ktory´ bol pouzˇ´ıvany´ aj pri vlastnom testovan´ı
vo virtua´lnej sieti. Z tohto doˆvodu neboli vykonane´ testy priamo vocˇi AIPS, pretozˇe by
vy´sledky detekcie odpovedali uzˇ realizovany´m testom, testovanie by bolo teda redundantne´.
Na druhej strane, ak by bol obfuskovany´ u´tok pomocou knizˇnice u´tocˇn´ıkom vedeny´ na Ho-
neypot syste´m, u´tok by putoval z proxy modulu po vnu´tornej sieti k ciel’ove´mu pocˇ´ıtacˇu
uzˇ v poˆvodnej deko´dovanej podobe, pretozˇe inak by nebolo mozˇne´ u´tok u´spesˇne vykonat’.
Na Honeypot syste´me by bol preto u´tok samozrejme odhaleny´, pretozˇe detekcia je v tomto
pr´ıpade postavena´ prima´rne na pokrocˇily´ch mechanizmoch kontroly pr´ıstupu do pama¨te
a podobne. V tomto aspekte neexistuje rea´lna mozˇnost’ zamaskovania u´toku obfuska´ciou
siet’ovej komunika´cie vocˇi Honeypot syste´mu tak, aby bol u´tok sta´le u´spesˇne dokoncˇeny´.
Obfuskacˇna´ knizˇnica pri testovan´ı vocˇi Honeypot syste´mu moˆzˇe byt’ vyuzˇita´ maxima´lne
na st’azˇenie vygenerovania behaviora´lneho pravidla, pretozˇe komunika´cia spoˆsobuju´ca ne-
lega´lnu opera´ciu na ciel’ovom syste´me, je z vonkajˇsej do vnu´tornej siete prena´sˇana´ v masko-
vanej podobe a v pr´ıpade pouzˇitia sˇifrovania moˆzˇe doˆjst’ k proble´mom pri vytva´ran´ı vzorov
spra´vania pre odchytene´ u´toky. Modifika´ciu u´tokov je tiezˇ mozˇne´ vykonat’ modifikovan´ım
hlavicˇky, cˇo st’azˇ´ı porovnanie so vzormi spra´vania. Nevy´hodou ale v tomto pr´ıpade je, zˇe
u´tok sa v ra´mci Honeypotu jav´ı ako vedeny´ z vnu´tornej siete, cˇo moˆzˇe viest’ k ry´chlemu
odhaleniu proxy modulu distribuovane´ho v chra´nenej sieti. Uvedene´ teo´rie su´ vsˇak cˇiastocˇne
nad ra´mec tejto pra´ce, pretozˇe knizˇnica sa zameriava na vyhnutie sa detekcii prima´rne vocˇi
IDS syste´mom.
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4.5 Zhrnutie z´ıskany´ch vy´sledkov
Ta´to kapitola sa zameriavala na podrobny´ popis metodiky a vy´sledkov testovania vy-
tvorenej obfuskacˇnej knizˇnice, ktora´ sa zameriava na vyhnutie sa detekcii IDS syste´mu.
Metodika a vy´ber jednotlivy´ch testov sa snazˇ´ı pouka´zat’ na univerza´lnost’ a variabilitu
knizˇnice, ktora´ umozˇnˇuje obfuskovat’ cˇi uzˇ legit´ımnu komunika´ciu, ale aj komunika´ciu ob-
sahuju´cu da´ta, ktore´ maju´ za u´lohu vykonat’ nelega´lnu akciu na ciel’ovom pocˇ´ıtacˇi. Testy
boli teda zvolene´ so snahou maxima´lnej diverzity prena´sˇanej komunika´cie tak, aby princ´ıpy
obfuska´cie boli odliˇsne´, cˇo bolo podporene´ aj vyuzˇit´ım oboch su´cˇasne rozsˇ´ıreny´ch platfo-
riem pri testovan´ı, konkre´tne Windows a Linux, ktore´ boli pouzˇite´ na ciel’ovy´ch staniciach
pre roˆzne u´toky.
Pri vytva´ran´ı a testovan´ı syste´mu bolo samozrejme vykonany´ch mnozˇstvo iny´ch u´tokov,
z ktory´ch boli do tejto pra´ce vybrane´ tie najkomplexnejˇsie, pretozˇe va¨cˇsˇina d’alˇs´ıch testov
mala podobny´ priebeh. Pre dodatocˇne´ vyladenie aplika´cie s ciel’om maxima´lneho maskova-
nia protokolu bola komunika´cia analyzovana´ aj programom Wireshark, ked’ bolo potrebne´
upravit’ detaily komunikuju´cich protokolov tak, aby sa prebiehaju´ca komunika´cia javila ako
bezˇna´ vy´mena da´t medzi webovy´m serverom a klientom. Tieto u´pravy boli vykona´vane´
najma¨ pomocou konfiguracˇne´ho su´boru, konkre´tne spra´vnym pouzˇit´ım hlavicˇiek protokolu
s dynamicky´m vkladan´ım u´dajov, na za´klade vlastnost´ı prena´sˇany´ch da´t. Za´znamy komu-
nika´cie pre jednotlive´ testy, ulozˇene´ vo forma´te pcap z programu Wireshark sa nacha´dzaju´
na prilozˇenom CD, ktore´ho obsah je zosumarizovany´ v pr´ılohe B.
U´spesˇnost’ obfuska´cie vocˇi IDS implementa´cii Snort pramen´ı najma¨ z toho, zˇe ten pri
svojej detekcii vyuzˇ´ıva v hlavnej miere iba detekciu zalozˇenu´ na porovna´van´ı vzorov, pricˇom
transforma´cia vykonana´ knizˇnicou pozmen´ı paket v takej miere, zˇe aj v pr´ıpade prenosu
v otvorenej HTTP podobe, paket vzoru neodpoveda´. V pr´ıpade zasˇifrovania obfuskovany´ch
da´t tiezˇ IDS nema´ prakticky mozˇnost’ paket so vzorom ani porovnat’. Na detekciu ty´chto
spoˆsobov obfuska´cie by mohli byt’ teoreticky u´spesˇnejˇsie pokrocˇilejˇsie behaviora´lne ana-
lyza´tory, aj ked’ maskovanie sa za komunika´ciu prena´sˇaju´cu webovy´ obsah, by mohlo byt’
efekt´ıvne aj v ty´chto pr´ıpadoch.
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Za´ver
Podstatou tejto pra´ce bolo, na za´klade znalost´ı z´ıskany´ch o princ´ıpoch detekcie IDS
syste´mov a elementa´rnych meto´dach realiza´cie obfuska´cie v su´cˇasnosti, navrhnu´t’ a vytvorit’
knizˇnicu schopnu´ maskovat’ komunika´ciu pred detekcˇny´m syste´mom. Z analy´zy pozˇiadaviek
na vytva´rany´ obfuskacˇny´ na´stroj bol ako adekva´tny zvoleny´ syste´m, ktory´ je rozdeleny´ na
dva samostatne´ moduly, komunikuju´ce medzi sebou pomocou vlastne´ho protokolu tak, aby
prena´sˇane´ da´ta nebolo mozˇne´ tret’ou stranou jednoducho analyzovat’. Na maskovanie boli
preto zvolene´ v siet’ach pomerne frekventovane´, uzˇ´ıvatel’mi hojne vyuzˇ´ıvane´ protokoly HTTP
a HTTPS, ktore´ za´rovenˇ poskytuju´ dostatocˇnu´ mieru diverzity na vlozˇenie obfuskovany´ch
da´t, pricˇom prena´sˇane´ pakety budu´ sta´le navonok vyzerat’ ako sˇtandardna´ komunika´cia
s webovy´m serverom.
Jadro pra´ce tvor´ı popis vlastne´ho na´vrhu architektu´ry knizˇnice a realiza´cie jej vy´znam-
ny´ch cˇast´ı. Nosnou pozˇiadavkou na´vrhu knizˇnice bola jej univerza´lnost’, v zmysle schop-
nosti pracovat’ v roˆznych siet’ach, rozsˇ´ıritel’nost’ o d’alˇsie mozˇnosti obfuska´cie a v neposled-
nom rade o jednoduchost’ jej pouzˇitia uzˇ´ıvatel’om. Vlastna´ realiza´cia bola preto riesˇena´
zapuzdren´ım fundamenta´lnych algoritmov, realizuju´cich transforma´ciu da´t a samotnu´ ko-
munika´ciu, ktore´ su´ pr´ıstupne´ iba pomocou jednoduche´ho programove´ho rozhrania. Cent-
ralizovane je vykona´vane´ aj nastavenie spoˆsobu realiza´cie obfuska´cie, ked’ uzˇ´ıvatel’ definuje
parametre v jednom konfiguracˇnom su´bore.
Za´verecˇna´ cˇast’ pra´ce sa zaobera´ testovan´ım vytvorenej knizˇnice, ked’ so snahou pouka´-
zat’ na univerza´lnost’ riesˇenia, boli vykonane´ roˆzne experimenty na rozdielnych platforma´ch
a siet’ovy´ch topolo´gia´ch. Testovanie bolo rozdelene´ na dve katego´rie, ked’ prebiehalo nad le-
git´ımnou a na druhej strane sˇkodlivou komunika´ciou, pricˇom v oboch pr´ıpadoch boli testy
vocˇi IDS Snort u´spesˇne´ a nedocha´dzalo ku generovaniu zˇiadnych hla´sen´ı. Na za´klade ty´chto
u´dajov moˆzˇeme realiza´ciu knizˇnice povazˇovat’ za efekt´ıvnu vzhl’adom na bezˇne´ nasadzo-
vane´ IDS syste´my, avsˇak na druhej strane detekcii obfuskovnaej komunika´cie pokrocˇilejˇs´ımi
na´strojmi ako su´ Honeypot syste´my nemozˇno zabra´nit’, ale maxima´lne st’azˇit’ spa¨tnu´ analy´zu
komunika´cie, cˇi uzˇ sˇifrovan´ım alebo modifika´ciou hlavicˇiek prena´sˇany´ch paketov.
Na u´spesˇnu´ pra´cu s knizˇnicou je potrebne´ uzˇ´ıvatel’om implementovat’ dva samostatne´
programy, ked’ jeden sa bude tva´rit’ ako webovy´ server, pricˇom druhy´ modul mus´ı byt’
distribuovany´ do vzdialenej siete, odkial’ sa komunika´cia s fikt´ıvnym webovy´m serverom
bude inicializovat’. Zavedenie modulu do vnu´tornej chra´nenej siete nie je predmetom tejto
pra´ce, pretozˇe sa jedna´ o znacˇne sˇpecificku´ u´lohu, vy´razne za´vislu´ na sˇtruktu´re danej siete.
Vy´stupom pra´ce je experimenta´lna knizˇnica, realizuju´ca maskovanie komunikacˇny´ch
protokolov v sieti, ktora´ moˆzˇe byt’ pouzˇita´ pri d’alˇsom vy´voji detekcˇny´ch algoritmov a no-
vy´ch pr´ıstupov odhal’ovania nezˇiaducej komunika´cie. Na druhej strane existuje mozˇne´ vy-
uzˇitie aj pri penetracˇnom testovan´ı nasadzovany´ch syste´mov, ked’ by mohli byt’ pomo-
cou meto´d ponu´kany´ch knizˇnicou overene´ schopnosti detekcˇne´ho syste´mu. Ako potencia´lny
spoˆsob pouzˇitia mozˇno uviest’ aj zneuzˇitie u´tocˇn´ıkom, ktore´mu by mohlo byt’ umozˇnene´
prepasˇovanie kompromituju´cich da´t do chra´nenej siete.
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Mozˇnosti d’alˇsieho rozsˇ´ırenia knizˇnice
Na´vrh knizˇnice poskytuje podmienky na jej d’alˇsie rozsˇ´ırenie, ked’ je mozˇne´ jednoduche´
pridanie d’alˇs´ıch obfuskacˇny´ch modulov. Nove´ moduly moˆzˇu implementovat’ odliˇsne´ princ´ıpy
analy´zy odchyta´vany´ch paketov, a tiezˇ je mozˇne´ transformovat’ realiza´ciu komunika´cie
medzi obomi komunikuju´cimi entitami. Su´cˇasne implementovane´ moduly su´ orientovane´
na analy´zu odchyta´vanej komunika´cie na u´rovni transportnej vrstvy ISO/OSI modelu, ked’
uzˇ´ıvatel’ pri konfigura´cii mus´ı zadat’ cˇ´ısla portov, ktore´ budu´ podliehat’ obfuska´cii.
Ako mozˇne´ rozsˇ´ırenie sa jav´ı rozsˇ´ırenie o analy´zu aj na vysˇsˇ´ıch vrstva´ch siet’ove´ho mo-
delu. Pr´ıkladom by mohla byt’ implementa´cia pokrocˇile´ho modulu, zamerane´ho na zlozˇitejˇs´ı
protokol aplikacˇnej vrstvy. V tomto pr´ıpade by bolo potrebne´ kompletne analyzovat’ mozˇne´
stavy, v ktory´ch sa komunika´cia moˆzˇe nacha´dzat’ a na za´klade charakteru dane´ho protokolu
dynamicky modifikovat’ filtrovanie odchyta´vany´ch paketov. Ako zlozˇitejˇs´ı protokol moˆzˇeme
povazˇovat’ FTP komunika´ciu, ked’ za behu komunika´cie, na za´klade zvolene´ho rezˇimu ser-
veru, akt´ıvny alebo pas´ıvny, sa inicializuje prenos da´tovy´m kana´lom, pricˇom po poˆvodnom
kana´li docha´dza iba k prenosu riadiacich informa´ci´ı a pr´ıkazov. Na spra´vnu funkcionalitu
by v ty´chto pr´ıpadoch bola potrebna´ pokrocˇila´ stavova´ analy´za pre dany´ protokol.
Pokrocˇilejˇs´ım rozsˇ´ıren´ım knizˇnice sa jav´ı aj pridanie d’alˇsieho protokolu, ktory´ bude
slu´zˇit’ na prenos obfuskovanej komunika´cie medzi modulmi. Doplnkovy´ protokol moˆzˇe byt’
zvoleny´ na za´klade analy´zy siete, kde ma´ byt’ obfuskacˇny´ syste´m nasadeny´, teda ak je
napr´ıklad blokovana´ komunika´cia protokolmi na prenos hypertextovy´ch informa´cii, uzˇ´ıvatel’
moˆzˇe predefinovat’ riesˇenie obfuska´cie na iny´ protokol. Dodefinovany´ protokol by mal v tom-
to pr´ıpade byt’ v danej sieti frekventovany´, aby nedosˇlo aj k jeho zablokovaniu.
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Prˇ´ıloha A
Pr´ıklady konfiguracˇny´ch su´borov
HTTP meto´da GET
Pr´ıklad konfiguracˇne´ho su´boru definuje nastavenie modulov, pri ktorom ma´ pocˇ´ıtacˇ
host’uju´ci obfuskacˇnu´ knizˇnicu, teda server IP adresu 172.16.0.2, pricˇom samotna´ komu-
nika´cia s proxy modulom bude prebiehat’ v otvorenej podobe protokolom HTTP. Na za-
maskovanie spra´v z proxy modulu v smere na server budu´ vyuzˇite´ HTTP pozˇiadavky GET.
Tento pr´ıpad je pre pokrocˇilejˇsie meto´dy komunika´cie nie pr´ıliˇs vhodny´, pretozˇe sa moˆzˇe
stat’, zˇe hlavicˇka spra´vy bude v niektory´ch pr´ıpadoch oznacˇena´ za pr´ıliˇs dlhu´.
# Verejna´ IP adresa uzˇı´vatelske´ho modulu.
server_ip = 172.16.0.2
# Definı´cia rezˇimu komunika´cie medzi uzˇı´vatelom a proxy
# Mozˇnosti : encrypted/plain
server_mode = plain
# Vy´ber pouzˇı´vane´ho modulu a jeho nastavenie
protocol_modul = 22,23
# scan_modul = true
destination_ip = 192.168.0.2
client_prefix = "GET "
client_suffix = " HTTP/1.1\r\nHost:172.16.0.2\r\n\r\n"
server_prefix = "HTTP/1.1 200 OK\r\n
Content-Type: text/plain\r\n
Content-Length: \l\r\n\r\n"
server_suffix = ""
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HTTP meto´da POST
Nasleduju´ci konfiguracˇny´ su´bor, na rozdiel od predosˇle´ho variantu vyuzˇ´ıva pri svojej
komunika´cii HTTP pozˇiadavky typu POST, ked’ moˆzˇu byt’ da´ta ulozˇene´ do tela paketu
a nie do hlavicˇky. Tento pr´ıstup umozˇn´ı zasielanie va¨cˇsˇieho objemu da´t. Na dosiahnutie
spra´vneho zamaskovania je potrebne´ pouzˇit’ escape sekvenciu \l, ktora´ zabezpecˇ´ı dynamicke´
vkladanie vel’kosti da´t do hlavicˇky paketu.
# Verejna IP adresa serveru s~kniznicou.
server_ip = 172.16.0.2
# Rezim komunikacie medzi serverom a proxy - encrypted/plain
server_mode = plain
# Pouzity modul a jeho nastavenie
protocol_modul = 443
# scan_modul = true
destination_ip = 192.168.0.2
client_prefix = "POST index.html HTTP/1.1\r\n
Host: 172.16.0.2\r\n
Content-Type: text/plain\r\n
Content-Length: \l\r\n\r\n"
client_suffix = ""
server_prefix = "HTTP/1.1 200 OK\r\n
Content-Type: text/plain\r\n
Content-Length: \l\r\n\r\n"
server_suffix = ""
59
Prˇ´ıloha B
Obsah CD
Zlozˇky:
• doc – projektova´ dokumenta´cia, vygenerovana´ zo zdrojove´ho ko´du pouzˇit´ım na´stroja
Doxygen.
• examples – vzorova´ implementa´cia riadiacich programov pre jednotlive´ moduly.
Okrem defin´ıcie prekladu su´borom Makefile obsahuju´ implementa´cie aj vzorovy´ kon-
figuracˇny´ su´bor settings.conf.
• extLibs – zdrojove´ ko´dy externy´ch knizˇn´ıc vo verzia´ch, s ktory´mi prebiehalo testova-
nie. Knizˇnice su´ potrebne´ na u´spesˇny´ preklad a spustenie modulov. Insˇtala´cia za´vis´ı
najma¨ na ciel’ovej Linuxovej distribu´cii.
• logs – za´znamy komunika´cie pri u´tokoch pop´ısany´ch v kapitole 4.3. Su´bory su´ ulozˇene´
v sˇtandardnom pcap forma´te, urcˇene´ pre program Wireshark. Pre kazˇdy´ u´tok su´
vytvorene´ tri za´znamy, jeden pre komunika´ciu priamo s ciel’om a dva pre obe formy
transforma´cie obfuskacˇnou knizˇnicou.
• src – zdrojove´ ko´dy knizˇnice v jazyku C++, obsahuju´ce Makefile na u´spesˇny´ preklad
do formy statickej kniˇznice, ktoru´ mozˇno prilinkovat’ k vytva´rane´mu programu.
• tex – zdrojove´ ko´dy textovej cˇasti pra´ce vytvorene´ pre typograficky´ syste´m LATEX.
Su´bory:
• Readme – su´bor popisuju´ci za´kladne´ pouzˇitie a insˇtala´ciu knizˇnice.
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