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Resumen
En el u´ltimo tiempo Proof-Carrying Code (PCC) ha despertado un gran intere´s surguiendo
numerosas l´ıneas de trabajo. PCC establece una infraestructura que permite garantizar que
los programas se ejecutara´n de manera segura. En esta alternativa, el productor de co´digo
adjunta al co´digo mo´vil una demostracio´n, mediante la cual el consumidor del co´digo puede
verificar su seguridad antes de la ejecucio´n del programa. Ana´lisis esta´tico es un te´cnica con
un gran potencial para producir la evidencia necesaria para garantizar co´digo mo´vil seguro.
Basa´ndonos en estas dos te´cnicas se presenta una arquitectura para garantizar la ejecucio´n de
co´digo mo´vil de manera segura. Adema´s se presenta el prototipo implementado que demuestra
la factibilidad del uso de la te´cnica.
1 Introduccio´n
La interaccio´n entre sistemas de software por medio de co´digo mo´vil es un me´todo poderoso que
permite instalar y ejecutar co´digo dina´micamente. De este modo, un servidor puede proveer medios
flexibles de acceso a sus recursos y servicios internos. Pero este me´todo poderoso presenta un riesgo
grave para la seguridad del receptor, ya que el co´digo mo´vil puede utilizarse tambie´n con fines
maliciosos, dependiendo de las intenciones de su creador o un eventual interceptor.
Existen diversos enfoques tendientes a garantizar que las aplicaciones son seguras, una te´cnica
que desperto´ mucho inte´res en el u´ltimo tiempo es PCC [6, 1]. La idea ba´sica, de PCC, consiste en
requerir al productor de co´digo la evidencia necesaria, en este caso una prueba formal, de que su
co´digo satisface las propiedades deseadas. Esta evidencia constituye un certificado que puede ser
verificado independientemente (no requiere autentificacio´n del productor).
Este tipo de esquemas, que producen software confiable durante la compilacio´n, pueden ser
dividido en dos pasos. El primer paso consiste en compilar el co´digo fuente e introducir anotaciones
en el archivo objeto (es decir bytecode para JAVA, assembly para C, o cualquier otro lenguaje
intermedio). En la actualidad se pretende que estas anotaciones sean generadas e introducidas
de manera automatizada para que PCC pueda ser utilizado en la industria. En el segundo paso,
el co´digo anotado es tomado por un verificador que chequea que el co´digo anotado no viole las
condiciones de seguridad impuestas. Si la verificacio´n tuvo exito es seguro ejecutar la aplicacio´n
final.
Muchos trabajos sobre PCC estan basados en sistemas de tipos, pero existen muchas casos en
los cuales la pol´ıtica de seguridad deseada no puede ser verificada eficientemente por un sistema
de tipos formal, como es el caso de verificar inicializacio´n de variables y accesos va´lidos a arreglos.
Esta falta de eficiencia se refiere tanto a nivel de razonamiento sobre propiedades del co´digo como a
nivel de performance. Adema´s muchos aspectos relativos a seguridad no pueden ser representados
por sistemas de tipos.
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La informacio´n necesaria para garantizar estos aspectos de seguridad puede ser generada medi-
ante el ana´lisis esta´tico de flujo de los programas [3, 4]. De esta manera se aprovechan los beneficios
del esquema PCC y del ana´lisis esta´tico. En esta l´ınea de trabajo se definio´ la arquitectura de un
entorno de ejecucio´n de co´digo mo´vil seguro.
Este trabajo esta´ estructurado de la siguiente manera: en la seccio´n 2 se presenta la arquitectura
junto con un breve ana´lisis de las motivaciones y ventajas de la misma. En la seccio´n 3 se comentan
las caracter´ısticas ma´s relevantes del prototipo implementado para corroborar la factibilidad del
enfoque. Por u´ltimo se encuentran algunas conclusiones extra´ıdas.
2 Nuestra Propuesta
Proof-Carrying Code based on Static Analysis (PCC-SA) esta´ centrado en poder brindar una solucio´n
en aquellos casos en los cuales la pol´ıtica de seguridad no puede ser verificada eficientemente por
un sistema de tipos formal, como es el caso de verificar inicializacio´n de variables y accesos va´lidos
a arreglos. Esta falta de eficiencia se refiere tanto a nivel de razonamiento sobre propiedades del
co´digo como a nivel de performance. V. Haldar, C Stork y M. Franz [4] argumentan que en PCC
estas ineficiencias son causadas por la brecha sema´ntica que existe entre el co´digo fuente y el co´digo
mo´vil de bajo nivel utilizado. Por estas razones, PCC-SA utiliza como co´digo intermedio de ma´s
alto nivel como por ejemplo un grafo de flujo de control o un a´rbol sinta´ctico abstracto anotado
con informacio´n de tipos. Adema´s utiliza ana´lisis esta´tico para generar y verificar esta informacio´n.
Sobre la representacio´n intermedia se realizan diversos ana´lisis esta´ticos y optimizaciones de co´digo.
Ana´lisis esta´tico es una te´cnica muy conocida en la implementacio´n de compiladores que en los
u´ltimos an˜os ha despertado intere´s en distintas a´reas tales como verificacio´n y re-ingenier´ıa de soft-
ware. La verificacio´n de propiedades de seguridad puede ser realizada por medio de ana´lisis esta´ticos
debido a que este permite obtener una aproximacio´n concreta del comportamiento dina´mico de un
programa antes de ser ejecutado. Existen una gran cantidad de te´cnicas de ana´lisis esta´tico, que
balancean el costo entre el esfuerzo de disen˜o y la complejidad requerida, que pueden ser usados
para realizar verificaciones de seguridad - por ejemplo, array-bound checking o escape analysis - [3].
Si bien las te´cnicas de ana´lisis esta´tico requieren un esfuerzo mayor que el realizado por un
compilador tradicional - que solo realiza verificacio´n de tipos y otros ana´lisis simples de programas
- el esfuerzo requerido, compara´ndolo con verificacio´n formal de programas, es mucho menor. No
hay que dejar de mencionar que se debe llegar a un acuerdo entre precisio´n y escalabilidad. Se debe
asumir el costo de que en algunos casos se pueden rechazar programas por ser inseguros cuando
en realidad no lo son.
Es conveniente aclarar que si bien el ana´lisis esta´tico es un enfoque importante para garantizar
seguridad no soluciona todos estos problemas. En muchos casos este no puede reemplazar controles
en tiempo de ejecucio´n, testing sistema´tico o verificacio´n formal. Adema´s no se avizora ninguna
te´cnica que pueda eliminar todos los riesgos de seguridad, y por las ventajas que presenta el ana´lisis
esta´tico deber´ıa ser parte del proceso de desarrollo de aplicaciones seguras [3]. Esta te´cnica podr´ıa
ser utilizada, por ejemplo, en conjuncio´n con PCC tradicional. Este enfoque, si bien usa ana´lisis
esta´tico sigue los lineamientos de PCC y Compiladores Certificantes.
En este enfoque se pueden insertar chequeos en tiempo de ejecucio´n para ampliar el rango de
programas seguros en los cuales el ana´lisis esta´tico no puede asegurar nada. Es decir, el mecanismo
usado para verificar que el co´digo es seguro puede ser una combinacio´n de verificaciones esta´ticas
- en tiempo de compilacio´n - y de chequeos dina´micos - en tiempo de ejecucio´n -. Cabe resaltar
que, en muchos casos, es necesario insertar estos chequeos en tiempo de ejecucio´n no solo por
las limitaciones de un ana´lisis esta´tico particular sino porque los problemas a resolver son no
computables como por ejemplo garantizar la seguridad al eliminar la totalidad de array-bound
checking que en su caso general es equivalente al problema de la parada.
La figura 1 muestra la interaccio´n del sistema propuesto. Al igual que en [6] los cuadrados
ondulados representan co´digo y los rectangulares representan componentes que manipulan dicho
co´digo. Adema´s, las figuras sombreadas representan entidades no confiables mientras que las figuras
blancas representan entidades confiables.
Figura 1: Vista Global de la arquitectura Proof-Carrying Code based on Static Analysis.
El Compilador toma como entrada el co´digo fuente y produce el co´digo intermedio. Este
co´digo intermedio es una representacio´n abstracta del co´digo fuente y puede ser utilizado indepen-
dientemente del lenguaje fuente y de la pol´ıtica de seguridad. El Compilador es un compilador
tradicional que realiza los t´ıpicos ana´lisis le´xico y sinta´ctico verificando u´nicamente el tipo de las
expresiones. El Generador de Anotaciones efectu´a diversos ana´lisis esta´ticos generando la in-
formacio´n necesaria para producir las anotaciones del co´digo intermedio de acuerdo a la pol´ıtica de
seguridad. En aquellos puntos del programa en donde las te´cnicas de ana´lisis esta´tico no permiten
determinar fehacientemente el estado, se insertan chequeos en tiempo de ejecucio´n para garantizar
de esta forma la seguridad de co´digo. En caso de encontrar que en algu´n punto del programa
forzosamente no se satisface la pol´ıtica de seguridad, el programa es rechazado. El u´ltimo pro-
ceso llevado a cabo por el productor de co´digo es realizado por el Generador del Esquema de
Prueba. Este, teniendo en cuenta las anotaciones y la pol´ıtica de seguridad, elabora un esquema
de prueba considerando los puntos cr´ıticos y sus posibles dependencias. Esta informacio´n se en-
cuentra almacena en el co´digo intermedio. El Compilador, el Generador de Anotaciones y el
Generador del Esquema de Prueba conforman al Compilador Certificante.
El consumidor de co´digo recibe el co´digo intermedio con las anotaciones del co´digo y el es-
quema de prueba. Este esquema de prueba es ba´sicamente el recorrido mı´nimo que debe realizar
el consumidor de co´digo sobre el co´digo intermedio y las estructuras de datos a considerar. El
Verificador del Esquema de Prueba es el encargado de corroborar el esquema de prueba gen-
erado por el productor de co´digo. Por u´ltimo el Verificador de la Integridad de la Prueba
verifica que el esquema de prueba halla sido lo suficientemente fuerte para poder demostrar que
el programa cumple con la pol´ıtica de seguridad. Esto consiste en verificar que todos los puntos
cr´ıticos del programa fueron chequeados por el Verificador del Esquema de Prueba o en su
defecto contienen un chequeo en tiempo de ejecucio´n. Esto se debe a que, si el co´digo del productor
hubiese sido modificado en el proceso de envio al consumidor, el esquema de prueba puede no haber
contemplado ciertos puntos del programa potencialmente inseguros. El Verificador de Esquema
de Prueba y el Verificador de la Integridad de la Prueba componen el Verificador de la
Prueba.
3 El Prototipo Desarrollado
Con el objetivo de verificar la factibilidad del enfoque propuesto se desarrollo´ un prototipo de la
arquitectura descripta en el punto 2. Como primera medida se definio´ los aspectos de seguridad
que se deseaban garantizar, es decir, la pol´ıtica de seguridad. Esta puede ser expresada en dos
reglas:
1. toda variable esta´ inicializada al momento de ser utilizada.
2. todo acceso a una posicio´n de un arreglo es va´lida.
Luego se definio´ el lenguaje fuente que es ba´sicamente un subconjunto de C. Un programa
fuente es una funcio´n que debe tomar por lo menos un para´metro y debe retornar un valor. Tanto
los para´metros como los valores que retorna deben ser de tipo ba´sico. Los tipos ba´sicos son int y
boolean, a diferencia de C en el cual cero significa falso y cualquier entero distinto de cero significa
verdadero; adema´s cuenta con arreglos unidimensionales de tipo int o boolean. Otra diferencia con
C es que la asignacio´n es una sentencia y no una expresio´n. Adema´s, opcionalmente los para´metros
de tipo entero pueden ser acotados al ser declarados. Para esto la declaracio´n del para´metro va
acompan˜ada por un rango que indica el menor y el mayor valor que puede tomar el dato de entrada.
El pro´ximo paso consistio´ en establecer el co´digo intermedio que se utilizar´ıa. Como repre-
sentacio´n intermedia se definio´ un a´rbol sinta´ctico abstracto ya que esta representacio´n permite
realizar distintos ana´lisis esta´ticos (tambie´n, si as´ı se deseara, puede ser usado para generar una
gran cantidad de optimizaciones).
En la implementacio´n se limita el ana´lisis al cuerpo de las funciones para hacer el ana´lisis
ma´s eficiente y escalable a programas largos. Otra consideracio´n a mencionar es el punto medio
considerado entre flow-sensitive analysis - el cual considera todos los flujos posibles del programa
- y flow-insensitive analysis - el cual ignora el control de flujo -. Si bien se considera el control de
flujo en algunos casos, como por ejemplo en los ciclos, se limita a reconocer ciertos patrones en el
co´digo.
Luego se implemento´ el Generador de las Anotaciones del Co´digo Intermedio. El ob-
jetivo de este mo´dulo es generar la informacio´n necesaria para determinar la inicializacio´n de las
variables y el rango de las variables utilizadas. Este u´ltimo objetivo permite asegurar si un valor
es va´lido como ı´ndice de arreglo. Adema´s se determinara´ la precondicio´n y la postcondicio´n.
Para lograr con los objetivos antes mencionados se identificara´n todas las posibles secuencias de
ejecucio´n de los programas. Es decir, el grafo permitira´ generar informacio´n acerca de que pasara´
en tiempo de ejecucio´n. Esto se realiza en tres pasos:
1. Identificacio´n de rangos de variables que no son modificadas dentro de un ciclo.
2. Identificacio´n de rangos de variables que son modificadas por valores acotados dentro de un
ciclo.
3. Identificacio´n de rangos de variables inductivas que son modificadas dentro de un ciclo.
El u´ltimo mo´dulo del productor implementado, el Generador del Esquema de Prueba,
identifica las variables cr´ıticas (aquellas que intervienen como ı´ndices de arreglos y sus dependen-
cias) y los puntos del programa en que son referenciadas. Con esta informacio´n produce el esquema
de prueba, el cual es el camino mı´nimo que el consumidor debe recorrer para verificar la seguridad
del co´digo.
El Verificador del Esquema de Prueba chequea la consistencia del grafo recibido. Luego,
recorriendo el camino de prueba, verifica que toda variable este inicializada y que todos los accesos
dentro del camino de prueba sean seguros. Todos los nodos visitados por esta entidad son marcados.
Finalmente, el Verificador de la Integridad de la Prueba realiza un recorrido exhaustivo del
grafo para garantizar que la entidad anterior visito´ todos los nodos que contienen una variable
cr´ıtica. Si el programa es seguro el Generador de Co´digo produce el co´digo objeto a partir del
grafo.
4 Conclusiones y Trabajos Futuros
Se han desarrollado los lineamientos de un mecanismo de seguridad basado en te´cnicas de com-
pilacio´n y ana´lisis esta´tico. Para garantizar la seguridad del consumidor de co´digo esta te´cnica
sigue las ideas de Proof-Carrying Code. La factibidad de este enfoque ha sido probado mediante
el desarrollo e implementacio´n de un prototipo del ambiente. El prototipo esta´ conformado por
un compilador certificante para un subconjunto del lenguaje C y el verificador de la prueba que
garantizan las siguientes propiedades de seguridad:
1. toda variable esta´ inicializada al momento de ser utilizada.
2. todo acceso a una posicio´n de un arreglo es va´lida.
Como consecuencia de la informacio´n necesaria para poder garantizar el punto 2 se obtiene la
evidencia que permite determinar, en muchos casos, las cotas de las variables en cada punto de
ejecucio´n del programa. Otra consecuencia es poder determinar, en ciertos casos, la postcondicio´n.
Si bien no siempre se puede garantizar en tiempo de compilacio´n que el acceso a un arreglo
es va´lido, el compilador inserta chequeos en tiempo de ejecucio´n, con lo cual, se garantizan las
propiedades de seguridad. Adema´s, como generalmente los accesos a arreglos se realizan mediante
variables inductivas, el compilador puede determinar en la mayor´ıa de los casos la validez de los
accesos sin insertar chequeos. Para poder determinar la certeza de esta afirmacio´n, se realizara´ un
testing del compilador con la participacio´n de un grupo de programadores (estudiantes, docentes y
investigadores del Dpto. de Computacio´n de la UNRC). Como trabajo futuro se desarrollara´ una
herramienta que permitar conocer cual es el porcentaje de programas que requieren verificaciones
dina´micas de las propiedades de seguridad que se garantizan para un lenguaje de programacio´n
del mundo real, como por ejemplo, bibliotecas C.
Si bien el lenguaje fuente del compilador es simple puede ser extendido facilmente. Ser´ıa intere-
sante extender el lenguaje permitiendo invocacio´n a funciones. Esto se puede realizar sin mayores
dificultades ya que, al obtener la postcondicio´n de una funcio´n, esta se puede acotar; adema´s si
consideramos punteros se podr´ıa verificar la existencia de aliasing por medio de ana´lisis de alias
basado en flujo (alias analysis based on flow) y realizar scape analysis.
Otro aspecto a tener en cuenta es el desarrollo un lenguaje assembly tipado para que en una
etapa posterior, el compilador lo generara. Tambie´n, ser´ıa muy importate contar con un sistema
formal que verifique las propiedades de seguridad.
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