Realnočasna nadgradnja pulznega generatorja by ŠINKOVEC, ROK
Univerza v Ljubljani 
 

































Pri izvedbi diplomske naloge sem imel veliko podpore z različnih strani osebja. Zahvaljujem se 
mojemu mentorju, prof.dr. Tadeju Tumi, ki me je ves čas usmerjal. Zahvaljujem se mu tudi za 
dostop do laboratorijske opreme, s katero sem testiral narejeno napravo. Rad bi se zahvalil tudi 
mentorju na praktičnem izobraževanju Borisu Jurkoviču ter sodelavcu Marku Križaniču, ki sta 



















1.  Uvod ......................................................................................................................................... 12 
2. Glavni del .............................................................................................................................. 15 
2.1 Opis praktičnega izobraževanja ..................................................................................... 15 
2.1.2 Uporaba  naprave .................................................................................................... 16 
2.1.3 Pregled strojnih funkcionalnosti ............................................................................. 16 
2.1.4  Razvoj algoritma: ........................................................................................................ 22 
2.2  Načrtovanje realno časovnega generatorja pulzov ............................................................. 33 
2.2.1 Razvoj naprave generatorja pulzov .............................................................................. 34 
2.2.2 Napajalni modul ........................................................................................................... 35 
2.2.3 Napetostni stabilizator .................................................................................................. 36 
2.2.4 Izhodni moduli .............................................................................................................. 37 
2.2.5 Razvoj algoritma........................................................................................................... 39 
3.  Sklepne ugotovitve................................................................................................................... 45 










Slika 1: Prikaz delovanja Kernel jedra.......................................................................................... 13 
Slika 2: Shema napajalnega modula. ............................................................................................ 17 
Slika 3: Primer priključitve naprav na I2C vodilo. ....................................................................... 19 
Slika 4: Primer naslavljanja čipa PCA9534 glede na vezave pinov (A0,A1,A3). ........................ 20 
Slika 5: Shema za upravljanje čipa PCA9534 z višjimi napetostmi. ............................................ 20 
Slika 6: Dioda in varistor za zaščito pred prenapetostmi. ............................................................. 21 
Slika 7: Izgled spletne strani za vnašanje vrednosti za delovanje programa. ............................... 22 
Slika 8: Čip PCA9534 za posredno komunikacijo z LCD zaslonom. .......................................... 25 
Slika 9: Shema vezave LCD zaslona. ........................................................................................... 25 
Slika 10: Dejanski posnetek iz podatkovne baze Mongo. ............................................................ 28 
Slika 11: Izrezek is Excell-a. ........................................................................................................ 29 
Slika 12: Primer vnosov v CSV datoteko za program generiranja sinhronih pulzov. .................. 30 
Slika 13: Primer vpisa vrednosti za izbiro načina delovanja. ....................................................... 31 
Slika 14: Napajalni modul samostojne naprave. ........................................................................... 35 
Slika 15: Napetostni stabelizator. ................................................................................................. 36 
Slika 16: Izhodni modul. ............................................................................................................... 38 
Slika 17: Prenosna karakteristika optosklopnika. ......................................................................... 38 
Slika 18: Prikaz spremembe zakasnilnih časov. ........................................................................... 39 
Slika 19: Primer povezave dveh modulov. ................................................................................... 40 





Tabela 1: Veličine in simboli .......................................................................................................... 8 
Tabela 2: Rezultati 1. meritve. ...................................................................................................... 42 
Tabela 3: Rezultati 2.meritve. ....................................................................................................... 43 
Tabela 4: Rezultati 3.meritve. ....................................................................................................... 43 




Seznam uporabljenih simbolov 
V pričujočem zaključnem delu so uporabljeni naslednje veličine in simboli: 
 
Veličina/oznaka Enota 
Ime Simbol Ime Simbol 
Usmerjena napetost Vm volt V 
tok I amper A 
kapacitivnost C farad F 
frekvenca f herz Hz 
Čas padanja signala Tphl sekunda s 
Čas vzpona signala Tplh sekunda s 
 







V mojem diplomskem delu sem zajel problematiko nerealno časovnega sistema Linux Kernel, ki 
se uporablja v manjših napravah in vgrajenih sistemih. Na praktičnem izobraževanju sem delal 
na razvojnem projektu generator pulzov, ki za generiranje pulzov uporablja programski pristop, 
ki poteka na kartičnem računalniku Raspberry Pi B+. Za delovanje uporablja ne realno časovni 
Linux Kernel. Težave sistema so bile, da so programski skoki, klicani od prekinitev, povzročali 
težave pri natančnem izvajanju pulzov. Cilj naloge je bil poiskati nekaj možnih rešitev težave ter 
eno realizirati. Sistemu sem dodelal samostojno napravo, ki je zmožna izvajati pulze v realnem 
času. Napravo sem realiziral z 8-bitnim mikrokrmilniškim sistemom, ki s kartičnim 
računalnikom komunicira preko serijske komunikacije. Naprava zadovoljivo generira pulze na 
1ms natančno, ter ustreza pogojem za testiranje naprave, ki ima vzorčevalno periodo 0,5 ms. 
 























In my thesis, I have included the problematic of non-real time system Linux which is used in 
smaller devices and enbedded systems. On my work practice I have worked on a project called 
pulse generator that, for generating pulses, uses software approach, which works on card 
computer called Rasperry pi B+. For working it uses non-real time Linux Kernel. The problems 
occured because the program jumps, which are called from interruptions, caused troubles for 
generating precise pulses. The objectives of my diploma were to find some solutions and to 
implement one. I added to the system an 8-bit microcontroler that communicates with the card 
computer with a serial communication. The device now generates pulses that occure precisely 
every 1 ms, it also meets the condition for testing devices that have a 0.5 ms sampling period. 
 















1.  Uvod 
 
V praksi poznamo več vrst večopravilnostnih operacijskih sistemov kot so Windows, Linux, 
Android, Mac, ki so namenjeni splošni uporabi, razvijanju aplikacij ter drugim opravil 
uporabnikov, ki se izvajajo zelo hitro vendar ne realno časno. Ker je človek, kot uporabnik zelo 
počasen v primerjavi z mikroprocesorjem, se nekateri enostavni procesi za uporabnika izvajajo 
realno časno, vendar se ob zagonu neke zahtevne igre izkaže, da temu ni tako, ko opazimo 
občasne zastoje slike. Za tak proces lahko rečemo, da se izvaja ne realno časno oz. z mehkim 
realno časnim sistemom (angl. soft-real time), kjer ne moremo zagotoviti polnega zanesljivega  
delovanja. V bolj časovno kritičnih sistemih, kot so izstreljevanje rakete v vesolje, delovanje 
medicinskih naprav, delovanje industrijskih strojev,… pa lahko taki operacijski sistemi 
povzročajo hude težave. Da se izognemo težavam moramo zagotoviti, da se proces izvede v 
predpisanem času oz. trdem realnem času (angl. hard-real time). V ta namen obstajajo različni 
kompleksni realno časni operacijski sistemi, ki izvedejo proces v predpisani časovni rezini. 
Večina realno časnih operacijskih sistemov uporablja vgrajen razvrščevalnik, ki skrbi, da 
ustrezno razvrsti dolžine časovnih rezin procesov, ki se izvajajo navidezno vzporedno. Za 
enostavne realno časne operacijske sisteme je značilno, da predvidijo, da se operacija izvede 
znotraj časovne rezine oz. časovnega intervala, poleg tega pa moramo izbrati dovolj hiter 
mikroprocesor, ki je zmožen izvesti dano funkcijo v realnem času. V takem sistemu so prekinitve 
globalno onemogočene. Časovne rezine bolj kritičnih funkcij se za izvedbo v intervalu pojavijo 
večkrat kot tiste funkcije, ki niso časovno kritične. Procesor izvaja funkcije po predpisanem 
urniku izvajanja, tako zagotovimo, da se vsak proces izvede vsaj enkrat v predpisanem intervalu 
[1]. 
 
Operacijski sistem Linux Kernel, ki sem ga uporabljal na praktičnem izobraževanju je, kot 
večina drugih operacijskih sistemov, večopravilnosti sistem. Kernel je odprto kodni sistem, kar 
pomeni, da lahko vsak uporabnik spremeni jedro delovanja operacijskega sistema. Kernel je 
jedro operacijskega sistema (Slika 1), ki deluje kot most med aplikacijami, ki delujejo na 
operacijskem sistemu, ter  strojno opremo sistema [2]. Jedro nadzira tudi časovno usklajenost 





Slika 1: Prikaz delovanja Kernel jedra [2]. 
 
Po privzetih nastavitvah deluje po principu prioritetnega razvrščanja procesov. Razvrščevalnik 
namreč dodeli večjo prioriteto tistim funkcijam, katere potrebujejo več procesorskega časa. 
Vendar pa v primeru, da procesor izvaja nek proces, ki ima najvišjo prioriteto in med tem dobi 
prekinitev od zunanjih perifernih enot, procesor začasno odloži izvajanje trenutnega procesa in 
se posveti izvajanju funkcij, ki so klicane ob prekinitvi. V tem primeru lahko ugotovimo, da 
sistem ni realno časen. Kljub nastavitvam iz ukazne vrstice, da naj se proces izvaja z najvišjo 
prioriteto, sistem ne zagotavlja realno časnosti. Za rešitev pa je na voljo različica Linux RTOS 
(angl. real time operating system) (spremenjeno delovanje osnovnega jedra Kernel), ki 
onemogoča prekinitve zunanjih ali notranjih enot, kjer pa moramo izbrati pravilen način 
delovanja operacijskega sistema. Na voljo imamo več možnosti delovanja. V normalnem 
delovanju RTOS Linux nam ta onemogoča, da bi prišel proces z nižjo prioriteto kadarkoli na 
vrsto za izvajanje, saj predpostavlja, da je funkcija z višjo prioriteto bolj pomembna za 
izvrševanje. Zavedati se moramo, da imamo lahko tudi težave z izvajanjem različnih algoritmov, 
ki za delovanje uporabljajo prekinitve, če so le-te v sistemu onemogočene [3]. 
 
V diplomskem delu bom zajel problematiko nerealno časnih sistemov v industriji. Ker sem se na 
praktičnem usposabljanju v podjetju Iskra d.d. ukvarjal s kartičnim računalnikom Raspberry pi, 
sem pridobil veliko izkušenj s tovrstnim delovanjem sistemov. Projekt pri katerem sem sodeloval 
je bil Generator pulzov, ki za delovanje uporablja kartični računalnik z nerealno časnim 
operacijskim sistemom Linux. Naprava je namenjena generiranju poljubnih oblik pulzov, s 
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katero smo testirali ostale naprave na razvojnem oddelku. Težava je nastopila med testiranjem 
naprave, ko sem opazil, da nerealno časni sistem ni zmožen opravljati realno časnih funkcij. To 
se je poznalo v časovni dolžini generiranih pulzov, ki se je konstantno spreminjala. Zahteve 
projekta so bile, da so pulzi dolgi vsaj 1ms. Napravo sem poskušal na praktičnem izobraževanju 
izpopolniti z različnimi algoritmi in nastavitvami sistema, vendar nisem nikoli dosegel popolne 
zahtevane funkcionalnosti naprave. Pulze sem namreč uspel generirati na 10 ms natančno z 
občasnimi skoki dolžin pulzov. V ta namen se želim v diplomskem delu osredotočiti na težave, 
na katere sem naletel med izvajanjem projekta generatorja pulzov. V glavnem delu naloge pa 
bom predstavil tudi nekaj teoretičnih rešitev za omenjene težave. Ena rešitev je ta, da na kartični 
računalnik naložim realno časni operacijski sistem Linux. Druga možnost nadgradnje sistema, 
katero sem tudi izvedel, pa je ta, da sistemu dodamo realno časni mikrokrmilniški sistem. 
Kartični računalnik v tem primeru komunicira preko serijske komunikacije z mikrokrmilniškim 
sistemom, tako bi mu sporočil vrednosti o dolžini pulzov ter drugih poglavitnih nastavitvah o 
delovanju. V tem primeru Raspberry deluje le kot uporabniški vmesnik. V ta namen sem tudi 





2. Glavni del 
 
V glavnem delu bom na kratko opisal, kako je potekal razvoj projekta generatorja pulzov, 
razložil periferije naprave ter opisal težave, ki so nastopile zaradi nerealno časnosti operacijskega 
sistema. V nadaljevanju pa bom opisal projekt, ki je nadgradnja naprave s katero sem se ukvarjal 
na praktičnem izobraževanju. Opisal bom potek izdelave naprave z mikrokrmilniškim sistemom, 
ki je zmožen opravljati enostavne realno časne funkcije. 
2.1 Opis praktičnega izobraževanja 
 
Na praktičnem usposabljanju, ki sem ga opravljal v podjetju Iskra d.d., sem se ukvarjal z 
generatorjem pulzov, ki ga v podjetju potrebujejo za testiranje naprave registratorja ter drugih 
naprav, ki so na oddelku v razvojnem postopku.  
 
Za lažje zaznavanje napak so se na oddelku avtomatizacija železniškega prometa (v nadaljevanju 
AŽP) odločili za razvoj novega modela naprave registrator. Registrator naj bi opravljal funkcijo 
črne skrinjice, kot na letalih. Za dosedanje beleženje delovanja naprav se uporablja starejši 
model registratorja "MM-1", ki pa ima določene pomanjkljivosti. Starejša različica naprave je 
bila razvita pred dvajsetimi leti in je zastarana, tako zaradi ukinitve tehnične podpore produkta ni 
zadostovala določenim zahtevam podjetji. Pokazala se je tako potreba po razvoju novega 
registratorja, ki bi bil naprednejši in bolj funkcionalen kot starejši model. 
 
Da bi delovanje naprave registratorja uspešno testirali, mi je bila dodeljena naloga razvoja 
generatorja pulzov. Cilj projekta je bil napisati program, ki bi simuliral preklope naprav na 
železniških postajah. Na tak način bi že v razvoju odpravili morebitne sistemske in tehnične 
napake produkta. Upravljanje naprave naj bi bilo čim lažje in dostopno preko lokalnega omrežja.  
 
Mentor mi je razkazal napravo na kateri bom napisal algoritem, ki bo generiral pulze. Naprava je 
večnamenska in njeni moduli so namenjeni generiranju pulzov različnih napetosti. Pred 
začetkom razvoja algoritma sem se spoznaval z periferijo programirane naprave, katera je 
sestavljena iz več podvezij. Načrte naprave sem pridobil od osebja oddelka.  
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2.1.2 Uporaba  naprave 
 
Naprava generator pulzov je namenjena laboratorijski uporabi za testiranje naprav. Večinoma za 
naprave, kjer ne potrebujemo velikih tokov ob preklopih. Z napravo je mogoče preklapljati releje 
z različnimi preklopnimi napetostmi. V napravo je vdelana periferija za zaznavanje časov 
preklopov, vendar je v mojem projektu nisem uporabil, ker se nisem intenzivno ukvarjal s 
preklopi relejev, temveč z generiranjem pulzov za testiranje registratorja. 
 
Z napravo lahko komuniciramo preko lokalnega omrežja. Preko terminala lahko zaganjamo 
različne verzije programov, ki sem jih napisal med praktičnim usposabljanjem. Projekt sem 
nadgradil s spletnim strežnikom preko katerega lažje vnašamo vrednosti v  program. Vrednosti 
se zapisujejo v besedilno CSV datoteko preko katere glavni program pridobi podatke o 
generiranih pulzih ter druge podatke, kot so napetost preklopov, število ponovitev in izbiro 
načina delovanja.  
2.1.3 Pregled strojnih funkcionalnosti 
 
Sistem je sestavljen iz več podvezij, ki sestavljajo celotno napravo. Moduli med sabo 
komunicirajo preko I2C vodila. Sistem sestavljajo napajalni modul, izhodni modul, LCD zaslon 
in tipke. Naprava je priključena na omrežno napetost 220V AC in je zmožna generirati pulze (24 
V, 22.5 V, 22.7 V, 22.9 V, 60 V). Generator vsebuje tudi vmesnik (DB 25) preko katerega 
pošiljamo pulze drugim napravam skozi 25 možnih kanalov, ki so organizirani kot izvori in 
ponori toka. 
Napajalni modul:  
 
Napajalni modul (Slika 2) je podvezje, ki zagotavlja napajanje ostalim podvezjem v sistemu. 
Modul vsebuje usmerniški Grecov mostič, ki pretvori izmenično napetost v dokaj enosmerno 
napetost. Da dobimo bolj stabilno napetost, so v vezavi dodani gladilni kondenzatorji in na 
končni stopnji še napetostni regulator, tipa »LM317«, ki poskrbi za stabilnost preklapljanja stanj. 
Za zaščito sistema proti visokimi napetostnimi špicami, ki se lahko pojavijo na vhodnih 






Slika 2: Shema napajalnega modula. 
 
Za varistorjem pa je seveda uporabljen tudi transformator z napetostjo na sekundarnem navitju 
2x24 V in vhodno napetost 220 V AC na vhodu (primarno navitje transformatorja). Za čipe, ki za 
delovanje zahtevajo nižje napajalne napetosti, je v ta namen vgrajen AC/DC modul, ki nam 
zagotavlja stabilen vir 5 V enosmerne napetosti.  
Upravljalni modul (kartični računalnik Raspberry Pi B+):  
 
Modul je v mojem projektu namenjen upravljanju I/O čipov, ki postavljajo napetostne nivoje na 
izhodnih pinih. Komunikacija poteka preko I2C vodila, preko katerega dostopamo do podvezij 
naprave. 
 
Na upravljalnem modulu deluje operacijski sistem Raspbian, ki deluje na osnovi Linuxa. 
Operacijski sistem je nameščen na SD kartici, ki jo lahko odstranimo iz modula. Modul ima 
poleg I2C vodila vgrajeno periferijo za različne načine komunikacije z ostalimi napravami. Ker 
je na sistemu že naložen operacijski sistem, ne moremo posredno dostopati do registrov periferije 
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kot so števci, pimerjalniki, periferije za prekinitve, Watchdog časovnik ter ostalih elementov 
periferije računalnika. 
 
Raspberry pi B+, ki sem ga uporabljal na praktičnem izobraževanju vsebuje Broadcom 
BCM2835 čip v katerem je ARM1176JZFS 700 MHz procesor in grafični čip Videocore 4 GPU. 
Raspbery Pi model B+ ima tudi 512 MB rama. Za razliko od namiznih računalnikov ne vsebuje 
SATA priključka za trdi disk, je pa mogoče priključiti zunanje trde diske z USB vmesnikom. Kot 
že omenjeno, se nam operacijski sistem naloži iz SD kartice, ki je lahko poljubnih velikosti, do 
32 Gb pomnilniškega prostora. Ostali priključki so HDMI, stereo jack, 4 USB priključki in 26 
GPIO pinov. Vsebuje grafični čip, ki je sposoben predvajati HD video v 1080p.  Raspberry pi ne 
vsebuje VGA izhoda za komunikacijo s starejšimi zasloni, v tam namen je potrebno dokupiti 
pretvornik iz HDMI na VGA. Novejši modeli tega tipa kartičnega računalnika pa so naprednejši 
in imajo več procesorske moči kot prva verzija modela B+. 
Povezovalno vodilo I2C:  
 
Preko sinhrone serijske komunikacije komunicirajo vsi moduli v napravi [19]. »Master«, v 
mojem primeru Raspberry pi, naslavlja ostale naprave na vodilu in jim preko sinhrone 
komunikacije sporoča ukaze, ki določajo, kakšne naj bodo vrednosti na izhodnih pinih, na 
naslovljenem čipu. »Slave« se odziva na ukaze in ustrezno odgovarja na zahteve »Master-ja«. Da 
je komunikacija pravilna, se frekvenca komunikacije prilagodi najpočasnejši napravi na vodilu. 
Naprave so na vodilo povezane preko pull-up (R1, R2) uporov, ki onemogočajo visoke tokove 
ob preklopih komunikacije logičnih nivojev. Zaradi same komunikacije, ki poteka med čipi pa 
posledično vplivamo na zakasnitve generiranih pulzov. Spodnja slika (Slika 3) prikazuje primer 
priključitve naprav na I2C vodilo, kot je to izvedeno v napravi. Na vodilo lahko priključimo 





Slika 3: Primer priključitve naprav na I2C vodilo [4]. 
 
Izhodni modul (PCA9534): 
 
Izhodni modul PCA9534 je splošnonamenski razširitveni čip, ki ima 8 pinov, ki jih lahko 
nastavljamo kot vhod ali kot izhod. Napetostni nivoji so od 2.3 V do 5.5 V s katerimi komunicira 
preko pinov (angl. serial clock (SCL), serial data (SDA)). Izhodni moduli neposredno 
komunicirajo tudi z vgrajenim LCD zaslonom ter tipkami za upravljanje kazalca na LCD 
zaslonu. Glavni razlog za posredno komunikacijo preko čipa je ta, da deluje kartični računalnik 
na 3.3 V logičnega nivoja. Frekvenca komunikacije med čipi PCA9534 je 400kHz (hitro vodilo). 
Čip ima dodatne tri pine (A0,A1,A2), ki služijo dodelitvi naslova čipu. 
 
Glede nato na to, kakšen potencial vežemo na navedene pine čipa, se nam generira 8-bitni naslov  
preko katerega programsko naslavljamo čip na vodilu. Na ta način lahko na vodilo namestimo do 
8 čipov iste serije. Knjižnice, ki sem jih uporabil v projektu so izpisane po navodilih, ki jih 
predpisuje podatkovni list čipa PCA9534. Na spodnji sliki (Slika 4) je prikazan primer 





Slika 4: Primer naslavljanja čipa PCA9534 glede na vezave pinov (A0,A1,A3). 
 
Izhodna stopnja vezja: 
 
Brez dodatnih elementov s čipom PCA9534 ne moremo prožiti relejev ali kakšnih 
višjenapetostnih naprav. V ta namen je načrtovalec sheme načrtoval vezje s sledečimi elementi, 
kot so prikazani na spodnji sliki (Slika 5). 
 





Zgornji čip (IC1) tipa PCA9534 je namenjen izvoru napetosti na pinu. Visoka stanja postavimo 
na izhod konektorja tako, da pin čipa PCA9534 postavimo na nizko stanje (kot ponor), to 
povzroči, da steče tok skozi diodo optosklopnika, kar povzroči visoko stanje na izhodni strani 
optosklopnika, ki ga pridobimo iz 66 V potenciala. Da bi bil tokokrog čez konektor sklenjen, pa 
imamo spodnji (IC2) čip istega tipa, ki deluje kot ponor na konektor, z drugimi besedami, ko sta 
obe stanji čipov PCA9534 (IC1 in IC2) na nizkem stanju delujeta optosklopnika v stanju 
prevajanja in tako je tokokrog čez vmesnik sklenjen. 
 
Ker je bila naprava sprva mišljena za preklop relejev, je vzporedno z vmesniškimi sponkami 
vezana dioda tipa SUF4007 in varistor, ki ščitita vezje pred visokim prenapetostmi, ki lahko 
povzročijo visok zagonski tok ter visoko inducirano napetost. Na shemi (Slika 6) je simbolično 
prikazana izvedba vezja le na enem pinu čipa. 
 
Slika 6: Dioda in varistor za zaščito pred prenapetostmi. 
 
Upravljanje preko spletnega vmesnika: 
 
Na kartični računalnik, ki je glavni upravljalni modul za celotno vezje naprave, sem namestil 
spletni strežnik, ki služi kot uporabniški vmesnik. Za upravljanje preko spletnega vmesnika 
moramo najprej zagnati program, ki nam postavi strežnik na katerem deluje spletni vmesnik za 
upravljanje s CSV datotekami. Ob zagonu strežnika moramo navesti geslo ter certifikat, ki sta 
potrebna za njegovo delovanje. Na spletnem vmesniku so prikazane tabele, v katere vnašamo 
vrednosti za posamezna števila za način delovanja v MODE 1, MODE 2 in MODE 3 načinu 
delovanja. Na vrhu strani lahko izberemo napetost, v posebno tabelo pa moramo vpisati tudi 




Ker je procesor kartičnega računalnika med generiranjem pulzov preobremenjen, se nam 
funkcije, ki se izvedejo ob pritiskih na gumb, izvedejo z zakasnitvijo. Primer spletne strani je 
prikazan na spodnji sliki (Slika 7). 
 
 
Slika 7: Izgled spletne strani za vnašanje vrednosti za delovanje programa. 
 
2.1.4  Razvoj algoritma: 
 
Pri razvoju sem uporabljal sledečo programsko opremo: 
 
Na Windows operacijskemu sistemu (namizni računalnik): 
 Notepad ++ – urejevalnik vsebine datotek, 
 Putty – odprtokodni serijski terminal za dostopanje do oddaljenega terminala naprav, 





Na Raspbian operacijskem sistemu (Raspberry pi): 
 Python – programsko razvojno okolje, 
 Samba – strežnik za dostopanje in upravljanje z datotekami preko lokalnega omrežja, 
 Mongo – podatkovna baza različnih vrst tipov podatkov, 
 Xrdp – program za dostopanje do oddaljenega namizja naprav preko lokalnega omrežja. 
 
Operacijski sistem sem naložil na 8 GB SD kartico, katero sem kasneje vstavil v kartični 
računalnik Raspberry pi. Ob priključitvi napajanja se je začel nameščati operacijski sistem, 
postopek je trajal približno 30 minut. Ker nisem imel veliko izkušenj z Linux operacijskim 
sistemom, sem si osnovne ukaze ogledal  na Youtube spletni strani [6]. 
 
Za lažjo komunikacijo s kartičnim računalnikom sem namestil še Samba strežnik [7], ki 
omogoča upravljanje z datotekami, ki so naložene na SD kartici kartičnega računalnika. Tako 
hitreje poteka ustvarjanje projektov in urejanje vsebine datotek na samem sistemu. Da nam 
sistem dopušča urejanje vsebine datotek, moramo to urediti že ob namestitvi Samba strežnika, v 
posebni konfiguracijski datoteki z nastavljanjem dostopnosti do datotek. 
 
Ko sem pridobil nekaj osnov iz programskega jezika Python, sem se lotil pisanja enostavnega 
programa, ki prižiga tri LED diode v določenem zaporedju in z različno intenzivnostjo. Za ta 
projekt sem potreboval testno ploščo, tri LED diode ter tri upore po 300 Ω. Na razvojnem 
sistemu je vmesnik »GPIO«, na katerem so vhodno-izhodni pini, ki so zmožni postaviti 3.3 V 
pozitivnega logičnega nivoja. Stanja pinov nastavljamo programsko s pisanjem ukazov v Python 
kodi. Nekateri pini imajo lahko posebne lastnosti delovanja ob vključitvi določenih knjižnic. V 
mojem primeru sem uvozil knjižnico »import RPi.GPIO as GPIO« [8], ki nam omogoča kontrolo 
nad postavljanjem nivojev na pinih.  
 
V primer sem vključil tudi druge knjižnice, kot so »import time«. Ta nam omogoča čakanje v 
programu tako, da ji podamo poljubno število, ki je lahko tipa »intiger« ali »float«. Tako sem 





Po nekaj popravkih in brskanju po spletu sem oblikoval enostaven program, ki generira pulze na 
treh LED diodah glede na vnesene periode preko argumentov. To je bil moj prvi program na 
področju generiranja pulzov, ki pa ni imel velike uporabnosti za testiranje naprav. 
 
Ker smo na razvojnem sistemu Raspberry pi omejeni na napetost 3.3 V logičnega nivoja, sistem 
brez dodatne periferije ni uporaben v aplikacijah, kjer potrebujemo večje logične nivoje za 
preklop relejev ali drugih preklopnih naprav. 
 
Mentor mi je podal primere algoritma za I2C komunikacijo s čipi tipa »PCA9534«, ki so 
vgrajeni v napravi. V projekt sem vključil knjižnico »smbus« za operacijo I2C vodilom [9], ki je 
v tem primeru potrebna. Ko sem natančno preučil obstoječ algoritem za komunikacijo, sem za 
boljše razumevanje pregledal tudi podatkovni list čipa v katerem je podrobneje opisana I2C 
komunikacija [5]. Tako sem začel pisati svojo funkcijo za postavljanje vhodov in izhodov na 
pinih čipov. Ob več popravkih sem prišel do delujoče funkcije, ki ob njenem klicu enkrat 
preklopi stanje na izhodnem pinu čipa »PCA9534«. To sem opazil tudi na LED diodah, ki so bile 
posebej izdelane za grobo testiranje izhodov naprave.  
 
SD kartico, na kateri sem izdelal primer na testnem Raspberry pi kartičnem računalniku sem 
kasneje prestavil v napravo, ki tudi vsebuje Raspberry pi in na njej nadgradil obstoječi projekt, ki 
preklaplja tri LED diode s posrednim »PCA9534« čipom. Z nadgradnjo sem ime nekaj težav. 
Večinoma so bile to sintaktične napake,  ki sem jih kmalu odpravil.  
 
Najprej sem napisal program, ki preklaplja le na enem pinu čipa »PCA9534«, nato sem program 
razširil na 8 pinov generiranja. Za boljšo uporabnost programa pa sem se lotil pisanja knjižnic za 
prikaz nastavljenih period pulzov na LCD zaslon naprave. V napravi je vgrajen dvovrstični 
zaslon na katerem lahko v eni vrstici izpišemo 42 znakov, kar je ravno dovolj za izpis osmih 
nastavljenih vrednosti period za posamezne kanale. Števila so izpisana na 4 decimalna mesta, ki 
predstavljajo milisekunde. Da bi bilo mogoče nastavljati decimalna mesta, sem dopisal funkcije, 
ki omogočajo nastavljanje števil s kazalcem, ki se pomika po vrsticah zaslona. Kazalec  
pomikamo po zaslonu s tipkami, ki so vgrajene na napravi. Tipke in LCD komunicirajo preko 
I2C vodila katerih posrednik je »PCA9534« čip. V funkciji sem omejil pomikanje kazalca le po 
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vidnem delu zaslona. Kasneje sem dodal še funkcije za izpis nastavljanja preklopne napetosti ter 
start/stop bita, ki so potrebne za nastavljanje in proženje programa. 
 




Slika 9: Shema vezave LCD zaslona. 
 
Programu sem dodal še število ponovitev generiranja pulzov na posameznem pinu. Ob testiranju 
programa je prišlo do kratkotrajnega utripa LED diod, če sem za ponovitve vnesel številko 0. Ta 
napaka bi mi lahko povzročila težave pri nadaljnjih meritvah. Napako sem odpravil z dodajanjem 
dodatnih stanj (False, True), ki opisujejo, ali se je generiranje pulzov končalo ali ne. S tem sem 
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tudi odpravil težavo začetnega utripa tako, da sem že ob pričetku preveril, ali je vneseno število 
0, nato sem temu ustrezno onemogočil preklapljanje kanala. 
 
Ko sem testiral program na digitalnem osciloskopu FLUKE 123, je ta pokazal velike 
nenatančnosti dolžin generiranih pulzov, ki sem jih preko argumentov nastavil ob zagonu 
programa. Prvoten cilj je bil, da bi generator generiral pulze na 1 milisekundo natančno, kar pa je 
z obstoječim algoritmom nemogoče. 
 
Da bi prišel do izvora težave, sem v ta namen napisal kratek testni program in testiral 
generiranje, le na enem izhodnem pinu. Testi so pokazali, da se dolžine pulzov konstantno 
spreminjajo do +/- 20 ms. Ob dodajanju generiranja pulzov na dodatnih pinih, se je sprememba 
dolžin pulzov dodatno povečevala (do +/-60 ms). Prišlo je do dveh težav. Prva težava je ta, da 
operacijski sistem ne zagotavlja realnočasnosti. Drugi problem pa je v sami logiki algoritma, ki 
sem ga opisal s funkcijo »time.sleep()«. Operacijski sistem se vedno trudi, da se izvajanje 
funkcije izvaja pravočasno, vendar zaradi »skakanja« v sistemske podprograme, mu to vedno ne 
uspe. Zato na osciloskopu opazimo spreminjanje dolžin pulzov, ki se generirajo na posameznih 
pinih s konstantno dolžino period. Tak program je neuporaben za zaneslivejše aplikacije. 
 
Z dodajanjem dodatnih  pinov v algoritem se program upočasnjuje in pulzi postajajo vedno daljši 
od nastavljenega. Zato sem se posvetil iskanju drugačne logike generiranja pulzov, brez funkcije 
»time.sleep()«. Najbolj primerna rešitev se mi je ponudila z uvozom knjižnice »import datetime« 
v kateri so funkcije, ki vrnejo trenutni čas (ure, minute, sekunde, milisekunde in mikrosekunde), 
ki ga pridobijo iz sistemskega števca. Iz knjižnice sem izbrskal le tisto funkcijo, ki mi vrne 
pretečene mikrosekunde. Funkcijo sem nato uporabil v zanki s funkcijo »print«, ki mi na zaslon 
izpiše število pretečenih mikrosekund. Iz primera sem opazil, da mi izpiše na milisekundo 
natančno številko, naslednje decimalke pa se niso izpisovale po vrstnem redu, ker funkcija 
»print«  prispeva k porabi procesorskega časa. 
 
Nato sem oblikoval funkcijo, ki mi od prvega klica naprej vrača pretečene miliskunde, po katerih 
se orientira algoritem, ki ima nalogo preklapljanja izhodnih nivojev. Funkcijo sem uporabil v 
zanki, s katero sem preverjal ali je čas za preklop izhodnega pina ustrezen. Da bi bil algoritem 
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bolj natančen pri pridobivanju časa, sem iz zanke izbrisal funkcijo »print«, ki ovira pridobivanje 
časa iz sistema. 
 
Zajemanje časa z napisano funkcijo je pokazalo boljše rezultate na meritvah. Pulzom se dolžina 
ni drastično spreminjala, natančnost je bila namreč na +/-3ms. Algoritem, ki mi ni natančno 
generiral pulzov sem kasneje nadgradil z novo funkcijo za zajemanje časa. Po daljšem prirejanju 
obstoječih funkcij sem priredil algoritem na 8 izhodnih pinov na katerih je mogoče generirati 
pulze. 
 
Pulzi so bili natančnejši tudi ob obremenitvi procesorja z generiranjem pulzov na vseh pinih 
generatorja. Kljub temu, da ima razvojni sistem Raspberry pi frekvenco procesorja 700 MHz, ni 
zmožen generirati pulza več kot +/-3ms natančno. Naprava ne zadostuje testnim zahtevam 
registratorja, kateremu so bile dodeljene zahteve, da zazna 1ms periodo pulzov, saj mora zaznati 
hitre preklope relejev iz česar ugotovimo, ali je rele pokvarjen.  
 
Ko sem uredil program sem testiral napravo registrator. Registrator je naprava, ki je še v razvoju 
na razvojnem oddelku AŽP. Naprava je namenjena pomnjenju preklopov relejev na železniških 
postajah. Z njo naj bi lažje zaznavali izvore težav, ki se pojavljajo v delovanju avtomatizacije 
sistema. Za prepričljivo delovanje je bilo potrebno testirati vse kanale registratorja. Dosedanja 
testiranja mojih programov so potekala na lestvici LED diod, ki so prirejene za izhodni konektor 
naprave. 
 
Po priključitvi dveh naprav, generatorja pulzov in registratorja, z vmesnikom (DB 25), sem 
pognal testni program in iz grafov ugotovil, da algoritem ne postavi zadnjega generiranega pulza 
na 0, ampak ga pusti v visokem stanju, kar ni v skladu s ciljnim programom. Nato sem odpravil 
napako z nadgradnjo programa s štetjem izvajanja preklopov. Po določenih preklopih, ko se 
preklopi izvedejo do konca, se kanal onemogoči in postavi na nizko stanje (GND). 
   
Program, ki sem ga napisal, generira pulze na 8 pinih. Ker ima registrator 6 kanalov in 8 pinov 
na posameznem kanalu, sem po dogovoru z mentorjem napisal kratek testni program s katerim 
lahko nastavljam lastnosti pinov, na vhod ali izhod. S tem pristopom sem lahko naslavljal 
28 
 
določen pin na določenem portu. Program je bil ustvarjen za groba preverjanja pinov 
registratorja. Z mojim prvim programom sem lahko generiral pulze le na vseh kanalih hkrati. 
 
 
Slika 10: Dejanski posnetek iz podatkovne baze Mongo. 
 
Slika 10 prikazuje dejanski posnetek podatkov enega kanala iz podatkovne baze registratorja, ki 
se grafično izrišejo na spletni stani strežnika. Iz slike je razvidno neenakomerno generiranje 
dolžin nastavljenih period pulzov, zaradi nerealnočasnega operacijskega sistema (skok v 
podprograme). 
 
Kmalu sem se lotil pisanja nove različice programa, ki generira pulze po različnih kanalih in po 
različnih pinih registratorja. Oblika vrstnega reda dolžin pulzov bi bila nastavljiva po lastni želji, 
preko vpisov več različnih period pulzov, ki se izvajajo po vrstnem redu v koraku »HIGH-
LOW«. Težava je bila v tem, da je težje vnašati več različnih vrednosti preko LCD zaslona (25 
različnih vrednosti). Da bi bil program lažji za uporabo, sem se najprej lotil raziskovanja, branja 
in pisanja v txt. datoteke, saj bi bilo na tak način lažje vpisati več različnih dolžin pulzov. Z 
razliko od prvega delujočega programa, ki generira sinhrone oblike pulzov, je ta algoritem 
zmožen generirati asinhrone oblike pulzov. Program je bil namenjen za lažje simuliranje 
dejanskih prihodov vlakov na tirnice železniške postaje.  
 
Ker je pisanje funkcij za pisanje/branje »txt« datotek postajalo kompleksnejše za izvedbo 
delovanja, sem od mentorja dobil namig, da je upravljanje s CSV datotekami enostavnejše. Da bi 
bolje razumel delovanja zapisov s CSV datotekami, sem si na spletu ([10]) pregledal nekaj 
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primerov, ki zajemajo upravljane z CSV datotekami. Tako sem napisal nekaj enostavnih 
programov za branje iz CSV datotek. Ker Excell podpira upravljanje s CSV datotekami, je 
vnašanje vrednosti dolžin pulzov mnogo lažje in hitrejše. 
 
CSV (angl. Comma-separated values) pomeni »z vejico ločene vrednosti« in je ena od 
najstarejših načinov strojnega zajema podatkov, ki se je uporabljala že v času luknjastih kartic 
[10]. Datoteke tega tipa so navadne, tekstovne (.txt) datoteke, ki vsebujejo tabelarične podatke. 
Vrstice v datoteki predstavljajo vrstice v tabeli, stolpci oz. celice pa so ločene z vejicami, lahko 
pa tudi drugimi znaki. Običajni izbiri sta podpičje ali vejica. 
 
Prvo različico algoritma sem napisal le za prvi kanal registratorja tako, da sem v CSV datoteko 
vpisal recept generacije pulzov. Pod ustrezen stolpec, (npr. P1.1, kar pomeni prvi pin na prvem 
kanalu) vpišemo potek izvajanja pulzov v High-Low koraku. Tako sem definiral 6 kanalov po 8 
pinov v obliki stolpcev in vrstic. Na spodnji sliki (Slika 11) je prikazan primer zapisa vrednosti 
na osmem kanalu. 
 
 
Slika 11: Izrezek is Excell-a. 
 
Slika 11 je izrezek is Excell-a v katerem je za boljšo preglednost mogoče nastavljati barve vrstic 
ali stolpcev. Prva vrednost (High) v tabeli predstavlja čas, ki pove koliko časa naj bo pulz na 
visokem stanju. Druga vrednost (Low) pa pove koliko časa naj bo pin v nizkem stanju. Nadaljnja 
zaporedja si sledijo v istem zaporedju (High-Low-High-Low-High …). 
 
Pri testiranju sem imel težavo z vpisom števila »0.0«,  na začetku in na koncu tabele. Težava je 
bila v tem, da so LED diode na začetku le utripnile ali pa je na koncu ostal pin na visokem 
nivoju, če je bila na zadnjem mestu v stolpcu »High« vpisano število »0.0«. Ker sem bil s 
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podobnimi težavami seznanjen že iz prejšnjih primerov, sem težavo odpravil s preverjanjem 
prvih in zadnjih vnesenih števil v stolpcih in temu primerno reagiral, tako da sem ob koncu 
zadnjega postavljenega pulza postavil vsa stanja na 0. Ko je program deloval po pričakovanjih, 
sem v program vpeljal število ponovitev na posameznem kanalu. Ko se izvajane zaključi na 
prvem kanalu, se z izvajanjem prestavimo na naslednji kanal in tako nadaljujem do končnega (8 
kanalov) kanala. Ko izvajanje na zadnjem portu zaključimo, se izvajanje ponovno ponovi po 
vseh kanalih (while loop). 
 
Zahteve končnega programa pa so bile tudi možnost nastavljanja napetosti preklopov. Naprava 
na kateri sem sprogramiral program generatorja pulzov ima možnost nastavljanja napetostnih 
nivojev (24 V, 22.5 V, 22.7 V, 22.9 V, 60 V). Ker sem imel primer funkcije za nastavljanje 
preklopnih napetosti že napisane v starem primeru, sem jo enostavno vpeljal v obstoječi program 
za branje iz CSV datotek.  
 
Po zaključenem pisanju drugega programa sem se z mentorjem dogovoril, da bi bilo potrebno 
združiti oba do sedaj napisana programa. Prvi program predstavlja generiranje sinhronih pulzov, 
drugi pa predstavlja generiranje asinhronih pulzov po vnesenem »receptu« v CSV datoteko. 
Zamisel je bila, da v CSV datoteki dopolnim delovanje prvega programa. Zato sem moral dodati 
nekaj spremenljivk za izbiro načina delovanja (MODE 1 in MODE 2). Primer vnosov v CSV 
datoteko za prvi program, ki sem ga v projektu poimenoval kot MODE 2 je prikazan na spodnji 
sliki (Slika 12). 
 
 
Slika 12: Primer vnosov v CSV datoteko za program generiranja sinhronih pulzov. 
 
Po končanem pisanju sem testiral skupek programov, če pravilno preklapljata med načinoma 






Slika 13: Primer vpisa vrednosti za izbiro načina delovanja. 
 
Ker me je razvojni sistem navduševal, sem se odločil izdelati spletni vmesnik za upravljanje s 
programom. Mentor mi je predlagal naj preučim, kateri spletni strežnik bi najbolje ustrezal 
mojemu projektu. Po dolgem preučevanju različnih strežnikov sem se odločil za namestitev 
spletnega strežnika »Web2py«, ker podpira programiranje v Python programskem jeziku. Da bi 
bolje razumel delovanje takega strežnika, sem po spletu pregledoval različne primere sintakse in 
vaj. Web2py strežnik ([11]) sem tako namestil na kartični računalnik Raspberry pi. Po namestitvi 
sem ga zagnal in odprla se mi je administratorska stran, preko katere dostopam do izvorne strani 
in njenih funkcij. 
 
Ker strežnik bazira na Python programskem jeziku, sem v testni primer vpeljal že napisane 
knjižnice iz obstoječega projekta generatorja pulzov. To so večinoma funkcije za branje 
podatkov iz CSV datotek, ki sem jih uvozil iz starega projekta in so delovale isto, vendar so se 
pojavile težave z navajanjem lokacij CSV datotek s potrebnimi podatki o izvedbi delovanja. 
 
Najprej sem se lotil funkcij za izpis podatkov na spletni strani, za prvi primer (MODE 2), ki 
generira sinhrone oblike pulzov. Zaradi malega števila možnih vnesljivih podatkov nisem imel 
posebnih težav z izvedbo izpisa na spletni strani. Vrednosti sem izpisal v obliki obrazcev, v 
katere je mogoče vpisati nove vrednosti. Vrednosti sem izpisal z uporabo »for« zank ki 
generirajo obrazce za posamezne vrednosti. Več dela pa sem imel z izpisom za drugi način 
delovanja (MODE 1), saj sem v programu zajemal funkcije, ki zajemajo podatke iz 
tridimenzionalnih tabel. Težave sem imel z nepravilnim generiranjem indeksov, ki opisujejo 
naslavljanje števil v tabelah. 
 
Ko  mi je v celoti uspelo izpisati podatke iz CSV datotek na spletni strani sem razmišljal, kako bi 
spremenjene podatke zapisal nazaj v CSV datoteko. Zamisel je bila, da bi preko spletnega 
vmesnika popravljal podatke v CSV datoteki, program generator pulzov pa bi istočasno bral 
spremembe iz datoteke, ter ustrezno reagiral na postavljene vrednosti v njih. 
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Za lažje proženje pulzov sem oblikoval posebno CSV datoteko, v katero sem zapisal le »start-
stop« bit. Program generatorja pulzov prebira »start/stop.csv« datoteko in, ko zazna postavljen 
start-stop bit na »1«, začne z generiranjem nastavljenih pulzov. Po končanem generiranju 
program generatorja zapiše »start/stop« bit na »0«. »Start-stop« bit postavimo s funkcijo, ki jo 
kličem ob pritisku na gumb »start« na spletnem strežniku. Za to logiko sem se odločil zato, da 
strežniku ni potrebno prepisovati celotne vsebine datoteke zaradi ene spremembe v datoteki.  
 
Težava je nastopila, ker se procesor, ki bere ali je »start/stop« bit v CSV datoteki postavljen, vrti 
v zanki in porablja veliko procesorske moči (do 90%). Po preučevanju in iskanju problema sem 
naletel na idejo, da bi v zanki čakal minimalno časa. Da bi se prepričal, da funkcija čakanja ne 
porablja veliko procesorske moči, sem v zanko vstavil funkcijo »time.sleep()« in za njeno 
vrednost vnesel »0.1«, kar pomeni čakanje 100 ms. Procesorska poraba se je drastično 
zmanjšala, na do 1%. Vpogled v porabo procesorja sem izvedel iz ukazom »top«, ki nam izpiše 
vse trenutne procese , ki jih procesor trenutno izvaja. Ukaz nam izpiše tabelo programskih niti, ki 
se trenutno izvajajo na sistemu ter njihovo zasedenost procesorske moči v obliki procentov. 
Vstavljanje prevelikih števil v funkcijo »time.sleep()« pa povzroča težave z branjem tipk, s 
katerimi pomikamo kazalec po LCD zaslonu, saj je možno, da procesor ravno izvaja čakanje 
funkcije 100 ms in se lahko zgodi, da pritisk na tipko »spregleda«. 
 
Ker LCD zaslon ni bil več uporaben, sem napisal dodatno različico programa, ki ne uporablja 
tipk za nastavljanje delovanja v MODE 2 načinu, za katerega je bil sprva  namenjen. Za ta način 
delovanja sem vnašal vrednosti preko CSV datotek in spletnega vmesnika, zato način vnašanja 
podatkov preko LCD zaslona in tipk ni bil preveč pomemben za uporabo naprave. 
 
Ker ni bilo potrebe po stalnem izvajanju algoritma generatorja pulzov (programske niti), sem 
projekt spremenil tako, da ob pritisku na gumb »START« na spletnem strežniku le-ta požene 
ukaz, ki proži zagon programa generatorja pulzov. To sem storil s sistemskimi ukazi, ki jih lahko 
izvajamo tudi v Python kodi. Za vključitev sistemskih ukazov v algoritem sem uporabil knjižnico 
»import os«. Z ukazom »os.system("cd /pot_do_direktorja/; sudo python generator_pulzov.py")« 
sem pognal program. Ko generator konča generiranje pulzov na pinih zaključi svoje delovanje in 
izstopi iz programa s sistemskim ukazom »sys.exit(0)«. Da pa bi delovanje programa generatorja 
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prekini med delovajem, sem na spletni strežnik dodal gumb »STOP«,  ki ob kliku kliče funkcijo, 
ki vsebuje ukaz »os.system(sudo kill -9 PID)« za ustavitev delovanja programa. Ko pa sistem 
izvaja program generatorja pulzov, se le-ta ne odziva na ukaze, ki jih podajam preko klikov na 
gumbe strežnika. Ukazi se izvedejo šele po zaključku programa generiranja pulzov. Zato sem 
pognal program kot programsko nit, ki se izvaja v ozadju delovanja operacijskega sistema. 
Težava je bila namreč v tem, da sem zagnal program posredno, preko strežnika, ki čaka zaključni 
signal zagnanega programa generatorja pulzov. Med izvajanjem pa se ta program ne odziva na 
ukaze strežnika. Problem sem rešil tako, da sem sistemskemu ukazu »os.system("cd /… sudo 
python generator_pulzov.py")« dodal zank »&«, kar pomeni, da navedeni program zaženemo kot 
programsko nit, ki se izvaja v ozadju sistema. Tako sem delovanje strežnika ločil od delovanja 
generatorja pulzov. Sistem je tako lahko ustrezno zaključil proces ob pritisku na gumb »STOP« 
strežnika. 
 
Težave so nastajale tudi, ko sem večkrat pritisnil na gumb »START« na spletni strani. Ta mi je 
pognal več programskih niti generatorja pulzov, tako so vsi programi sočasno izvajali 
generiranje pulzov na istih pinih in je delovanje postajalo nerazločno. Da bi se izognil težavi, 
sem v programu ob vsakem pritisku na gumb dodal preverjanje, če se je izvajanje programa že 
končalo (preverjanje »start/stop« bita v CSV datoteki).    
 
Ker na operacijskem sistemu poteka več procesov, kot so generiranje pulzov, delovanje 
strežnika, opravljanje zahtev uporabnika, pride do zakasnitve v delovanju. Če npr. med 
generiranjem pulzov pritiskamo na gumbe (start, stop, reset) na spletni strani strežnika,  se nam 
generiranje pulzov za hip upočasni. Kot sem to že omenil, je to posledica nerealnočasnega 
operacijskega sistema.      
 
2.2  Načrtovanje realno časovnega generatorja pulzov 
 
Kot sem že omenil sem imel veliko težav z generiranjem pulzov, v ta namen sem se odločil 
projekt nadgraditi z dodatnim 8-bitnim mikroprocesorjem, ki je zmožen generirati pulze v 
mikrosekundnem področju. Razlog za to je drugačno delovanje samega sistema, ukaze procesor 
direktno izvaja iz pomnilnika, kot smo jih opisali v programski kodi. Za delovanje, za razliko od 
34 
 
Raspberrija, ne uporablja večopravilnostnega operacjiskega sistema, ki deluje na principu 
izvajanja programskih niti s prioritetnim razvrščevanjem. Za namene diplomske naloge sem se 
odločil, da bom ustvarjal v Arduino programskem okolju, ki nam ponuja odprtokodno 
softwarsko podporo. Izbral sem namreč ATmega328 mikrokontroler, katerega bom podrobneje 
opisal v nadaljevanju. Poleg tega sem načrtal tudi shemo prototipa vezja, ki omogoča generacijo 
realnočasnih pulzov. Shema je zelo podobna shemi naprave, ki sem jo uporabil na praktičnem 
izobraževanju. Pojekt sem obikoval tako, da nam generator ustrezno generira pulze na vhodu 
registratorja, ki ima 24 V vhode ter 100 kΩ vhodne upornosti. Za izvedbo nadgradnje sem 
uporabil obstoječi algoritem za delovanje spletnega strežnika, ter izvajanja pulzov, ki sem ga 
priredil za izvajanje na mikrokrmilniku. 
 
2.2.1 Razvoj naprave generatorja pulzov 
 
Za nadzorni modul sem izbral modul, ki vsebuje 8-bitni mikrokontroler ATmega328 [12]. Modul 
uporablja 16 Mhz oscilator, ki je poglavitni vir urinega signala za delovanje sistema. To pomeni, 
da je modul zmožen izvesti eno operacijo v 62.5 ns, kar je zadovoljivo za moj projekt. Ker 
imamo v Arduino okolju večjo dostopnost do perifernih naprav v mikrokontrolerju, lažje 
zagotovimo predvidljivo delovanje sistema. Na modulu je tudi napetostni stabilizator, ki skrbi za 
dokaj konstantno napetost sistema. 
 
Napetostni regulator stabilizira napetost na 5 V DC,  izvor sem uporabil tudi za napajanje 
nekaterih delov vezja. Ker sem napravo oblikoval le kot dokaz, da je z njo mogoče generirati 













2.2.2 Napajalni modul 
 
 
Slika 14: Napajalni modul samostojne naprave. 
 
Na zgornji sliki (Slika 14) je prikazan napajalni modul, ki je sestavljen iz enostavnih komponent. 
Za napetostni pretvornik sem izbral transformator BVEI6031029 [13], ki nam iz 230 V pretvori 
na 24 V izmenične napetosti. V podatkovnem listu transformatorja sem dobil podatek, da 
transformator daje lahko tudi do 27 V izmenične napetosti, če nanj ni priključeno breme ali je to 
zelo majhno.  
 
Sledi Grecov mostič, ki nam izmenično napetost spremeni v dokaj enosmerno napetost. Namen 
mostiča je, da nam usmeri negativni val sinusne napetosti preko diode, tako dobim valoviti 
signal, ki vsebuje enosmerno komponento ter izmenično komponento, ki je malce popačena. 
Valovitost dobljenega signala pogladimo z kondenzatorjem C1, ki se upira hitrim spremembam 
signala. Poleg tega pa sem na sekundarni strani transformatorja dodal še hitro 1.25 A varovalko, 
ki je predpisana v podatkovnem listu.  
 
Za obvarovanje vezja proti napetostnim sunkom, ki so lahko v omrežju, pa sem na vhod vezja 
dodal še varistor. Varistorju se drastično zmanjša upornost, če na njem pride do višje napetosti, 
kot je nazivna napetosti, ki je za vsak tip varistorja drugačna. Ob zmanjšanju upornosti je padec 
napetosti na varistorju večji in to izniči hipni prenapetostni sunek na potencialu.  
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Iz znane enačbe (2.1), ki predpostavlja da obravnavamo sinusni signal, sem izračunal enosmerno 
komponento poglajene napetosti, ki je znašala od 34 V do 38 V, če nanj ni bilo priključeno 
veliko breme. Napajalno napetost sem kasneje uporabil za napajanje napetostnega stabilizatorja. 
Vrms v spodnji enačbi predstavlja efektivno vrednost izmenične napetosti, Vm pa predstavlja 
vrh usmerjene napetosti, ki predstavlja zmnožek efektivne napetosti ter rezultata korenjenja iz 
dva, ki je 1.4242 [14]. 
    
Vm = Vrms × 1.4142     (2.1) 
 




Slika 15: Napetostni stabelizator. 
 
Na Sliki 15 je prikazan napetostni stabilizator, ki sem ga izvedel z posameznimi komponentami. 
Stabilizator je načrtovan tako, da primerja stabilno napetost, ki jo zagotavlja Zener dioda 
BZY47-C24. Dioda dela v področju delovanja ter drži napetost na potencialu 24 V, vendar sem 
iz podatkovnega lista razbral, da lahko zaradi odstopanja od nazivnih vrednostih dioda deluje v 
področju delovanja od 22.8 V do 25.6 V [14]. Ko sem testiral vezje sem opazil, da je napetost 
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odstopala za 0.7 V od nazivne 24 V, tako sem diodi dodal še običajno polprevodniško diodo na 
katerem je običajno padec napetosti 0.7 V. Vezje primerja izhodno napetost, ki se pojavi na 
emitorski sponki n-mos tranzistorja. Da je operacijski ojačevalnik (IC TL081CP DIP8) [16] v 
ravnovesju, mora ta na njegovem izhodu (potencial 6 iz Slike 15) zagotavljati dovolj veliko 
napetost, da je napetost na emitorski sponki enaka napetosti na Zener diodi. S povratno vezavo iz 
potenciala VCC2 na sponko 2 operacijskega ojačevalnika zagotavljam primerjalne lastnosti 
operacijskega ojačevalnika. Izhodno napetost sem uporabil kot potencial iz katerega pridobim 
napetost za generacijo pulzov preko optosklopnikov. 
 
2.2.4 Izhodni moduli 
 
Za izhodne module (Slika 16) sem uporabil čip, ki vsebuje štiri optosklopnike tipa opto ILQ621 
[17]. 
Optosklopniki prinesejo 70 V kolektor-emitorske napetosti, kar zadostuje za moj projekt v 
katerem preklapljam 24 V nepetosti. Dobra stran optosklopnikov je ta, da so galvansko ločeni od 
visoko napetostnega dela vezja, ter da za orientacije s skupnim kolektorjem ne potrebujemo 
visokih napetosti, da zagotovimo na emitorski sponki viskoke napetosti. Optosklopnik skozi 
tranzistor prenese le 50 mA toka, kar zadostuje za generacijo pulzov na 480 Ω bremenu. Na 
izhod tranzistorja sem dodal diode, da ga ščitijo v primeru visokih negativnih induciranih 
napetosti, ki se pojavijo pri preklopih relejev, ki vsebujejo navitje. Da lahko z vezjem 
preklapljamo releje, morajo ti imeti ustrezno upornost navitja, da ne presežemo toka skozi 




Slika 16: Izhodni modul. 
 
Iz podatkovnega lista sem pridobil tudi podatke o zakasnilnih časih pulznih preklopov (Slika 17). 
 
Slika 17: Prenosna karakteristika optosklopnika. 
 
Zgornja slika (Slika 17) prikazuje, kako se pulz iz vhoda prenese na izhod. Iz slike je razvidno, 
da je celotna karakteristika zakasnjena, to posledično vpliva na razliko nastavljenih pulzov od 





Slika 18: Prikaz spremembe zakasnilnih časov. 
 
Slika 18 prikazuje, kako so zakasnilni časi (tPLH, tPHL) odvisni od upornosti priključenega 
bremena na izhodu vezja. V mojem primeru sem izbral 2 kΩ upor, da časa zakasnitve pulza ne bi 
bila preveč različna. Ker je vhodna impedanca registratorja 100 kΩ, tako z uporom 2 kΩ nebi 
presegel nazivnega toka vgrajenega fototranzistorja (50mA). 
2.2.5 Razvoj algoritma 
 
Algoritem sem začel razvijati na podlagi enostavnih programov. Na začetku sem poiskal nekaj 
primerov Python algoritmov, ki opisujejo delovanje knjižnice »import serial«. Knjižnica 
omogoča uporabljanje UART vmesnika, ki se nahaja na GPIO (angl. General-purpose 
input/output) vmesniku za delovanje asinhrone komunkiacije. 
 
Asinhrona serijska komunikacija je namenjena komunikaciji dveh sistemov. Vmesniku lahko 
nastavljamo različne parametre, kot je hitrost prenosa podatkov, paritete bitov, nastavljanje start 







Slika 19: Primer povezave dveh modulov. 
 
Na Sliki 19 je prikazan primer direktne priključitve dveh modulov na RX ter TX pine preko 
katerih poteka asinhrona serijska komunikacija [18]. 
 
Ker kartični računalnik Raspberry pi bazira na 3.3 V nivojski logiki, moramo dodati napetostne 
pretvornike za komunikacijo s sistemi, ki uporabljajo višje napetosti za komunikacijo. Da bi se 
izognil tem težavam, sem za povezavo uporabil USB vmesnik, ki je že vgrajen na obeh  
razvojnih ploščah, njegova periferija pa omogoča komunikacijo na ustreznih napetostnih nivojih 
(5 V). Na razvojni plošči, ki vsebuje ATmega328 mikrokontroler, je v ta namen dodan čip 
»CH340G«, ki omogoča, da UART vmesnik komunicira z RS232 protokolom preko USB vodila.  
 
Da ne bi preveč spreminjal načina prvotnega delovanja naprave sem za nov projekt uporabil 
nekaj istih funkcij, ki sem jih napisal na praktičnem usposabljanju. Izdelal sem algoritem v 
Python programskem jeziku, ki iz CSV datoteke pridobi podatke o dolžini pulzov ter start-stop 
bitu. Pridobljene podatke tako pošljem preko serijske komunikacije mikrokrmilniškemu sistemu 
za nadaljno obdelavo. Ob tem pa tudi program stalno bere CSV datoteke ter gleda na start-stop 
bit. V primeru postavitve »start« bita v CSV datoteki, algoritem ponovno pridobi nove podatke o 
pulzih, ter jih ponovno posreduje mikrokrmilniku.  
 
Vzporedno bralnem algoritmu pa se izvaja tudi delovanje spletnega strežnika, preko katerega 
vpisujem vrednosti pulzov ter start-stop bit v tabele na spletni strani, ki se ob pritisku na »start« 
gumb  zapišejo v CSV datoteko. Tako programa ustrezno sodelujeta preko vpisovanja vrednosti 
v datoteke. Algoritem, ki se izvaja na mikrokontrolerju, sem izvedel s podobnim pristopom, kot 
je bil napisan algoritem, ki se je izvajal kot proces na kartičnem računalniku (Python). Napisan 
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program za sporočanje vrednosti pulzov preko serijske komunikacije pošlje vrednosti v naslednji 
obliki:  
 
P1= dolžina_periode1, P2= dolžina_periode2, P3= dolžina_periode3, P4=dolžina_periode4q 
 
Za dolžino periode (npr. dolžina_periode1) lahko vnesemo celo število. Ko mikroprocesor 
prejema znake, ki prihajajo po serijski komunikaciji, jih zlaga v niz znakov dokler ne pride znak 
»q«, ki sem ga določil sam in predstavlja končni znak. Nato iz niza izluščim posamezne 
vrednosti period, glede na orjentacijo znakov »P1=«, »P21=«, … , »q«. Pri tem sem uporabljal 
funkcije za operacijo z znakovnimi nizi, ki nam omogočajo enostavno upravljanje s samo 
vsebino niza. Po pridobitvi in razvrstitvi vrednosti period, se nato začne izvajanje generacije 
pulzov na izhodnih pinih. 
 
V principu, program izvaja časovno orientacijo z zanesljivo funkcijo »delay ()«, ki omogoča 
čakaje v programu v miliskeundnem področju, ter onemogoča, da bi med tem prišlo do 
prekinitve med čakanjem, kot je bilo to opazno pri delovanju kartičnega računalnika. 
 
<  
Slika 20: Primer algoritma. 
 
Na zgornji sliki (Slika 20) je prikazan del algoritma, ki opisuje načina preklapljanja enega 
izhodnega pina. Zanka se vrti v neskončnem ciklu, če je periferija, sporoča da je serijska 
komunikacija vzpostavljena. V zanki se ciklično izvaja čakanje za 1 ms ter preverjanje ali je 
kateri od pinov nared za preklop. Spremenljivka »cas« je tipa »unsigned long« (nepredznačeno 
dolg), ki lahko vsebuje vrednosti od 0 do 4,294,967,295. 
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V vsakem ciklu prištejem spremenljivko »cas« za 1, ki služi kot globalni čas, po katerih se 
orientira algoritem za preklapljanje ostalih pinov. Preklapljanje sem izvedel z negacijo, ki je 
najbolj primerna rešitev v tem primeru (ledState[0]=!ledState[0];). Ko stanje programsko 
preklopimo, ga nato preklopimo še v realnosti, s funkcijo »digitalWrite()«. Funkciji podamo 
številko pina za preklop ter vrednost, ki je tipa »boolean« in lahko vsebuje vrednosti False ali 
True (ledState[] - definirano kot polje). Nato spremenljivki prištevam periodo, ki sem jo določil 
za posamezen izhod (prs[0]=prs[0]+ps[0];). Polje ps[], vsebuje štiri vrednosti period za 
posamezne pine, ki jih prištevam posamezni vrednosti v polju prs[], ki služi kot sprotno 
primerjanje z globalnim časom za preklope pinov (spremenljivka »cas«). Periode so seveda 
lahko od pina do pina različne, vendar v tem primeru natančne na 1 ms (delay(1);).  
 
Pri meritvah naprave z osciloskopom sem opazil nekaj odstopanj izmerjenih vrednosti od 
nastavljenih. V spodnji tabeli (Tabela 2.1) so prikazani rezultati meritev , ki sem jih pridobil z 
osciloskopom. Tabela prikazuje kakšna so bila odstopanja realnih vrednosti od nastavljenih, pri 
uporabi funkcije »delayMicroseconds(100);«. Funkcija v zanki čaka 100us ter nato preveri stanje 




kanal Nastavljen časi Izmerjeni časi 
1 10ms 11.5ms 
2 2ms 2.27ms 
3 1ms 1.14ms 
4 500us 580us 
1 400us 512us 
2 300us 390us 
3 200us 260us 
4 100us 130us 
Tabela 2: Rezultati 1. meritve. 
 
Iz tabele 2 je razvidno, da imamo odstopanja od nastavljenih vrednostih v mikrosekundnem 
področju. Ob razmisleku so vrednosti dokaj pričakovane, saj v mojem algoritmu predpostavljam, 
da se funkcije za primerjanje časov za preklop izhodov izvedejo neskončno hitro. Da bi dobili 
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občutek, koliko časa algoritem porabi za primerjalne funkcije sem za osnovno čakanje v 
programu vnesel različne vrednosti, ter opazil, da se ob različnih nastavitvah čakanja časi period 
spreminjajo. Ker v izvedbi enega cikla neskončne zanke nimamo konstantnega števila opravil, se 
časi za izvedbo enega cikla konstantno spreminjajo. Tako pride do odstopanja od realne 
vrednosti period pulzov. V spodnjih tabelah so prikazane meritve za posamezno nastavljene čase 
čakanja v enem ciklu. 
 
Čakanje 1 ms: 
 
kanal Nastavljen časi Izmerjeni časi 
1 1ms     1.07ms 
2 2ms 2.10ms 
3 3ms 3.16ms 
4 4ms 4.08ms 




kanal Nastavljen časi Izmerjeni časi 
1 500 us 506 us 
2 600 us 612 us 
3 700 us 692 us 
4 1 ms 996 us 
Tabela 4: Rezultati 3.meritve. 
 
Čakanje  950us: 
 
kanal Nastavljen časi Izmerjeni časi 
1 1 ms 1 ms 
2 2 ms 2 ms 
3 3 ms 3.01 ms 
4 4 ms 4 ms 







Čakanje  980us: 
 
kanal Nastavljen časi Izmerjeni časi 
1 1 ms 1.03 ms 
2 2 ms 2.04 ms 
3 3 ms 3.08 ms 
4 4 ms 4.10 ms 
1 10 ms 10 ms 
2 100 ms 100 ms 
Tabela 6: Rezultati 5.meritve 
 
Iz rezultatov ostalih (3., 4., 5. in 6.) meritev opazim, da se pri določenih nastavitvah čakalnega 
časa enega cikla ter pri ustreznih nastavitvah period preklopov izhodnih pinov, odstopanje od 
nastavljenih vrednosti manjša. V nekaterih primerih sem dobil zelo natančne rezultate v 
določenih časovnih področjih. K odstopanjem od nastavljenih vrednosti pa pripomore tudi samo 
vezje. Največ pripomore sam optosklopnik. Kot sem že prej prikazal na Sliki 17, se zakasnilni 
časi gibljejo od 10 od 100us, odvisno od izbrane izhodne upornosti, ter preklopne napetosti. Za 
moj projekt bi zadostovala funkcija »delay()«, ki zadovoljivo deluje v milisekundnem področju, 
iz meritev sem opazil, da tem področju pride do 200us odstopanja od nazivne vrednosti.  Da bi 
bolje izpopolnil algoritem, bi moral vnaprej izračunati, koliko časa procesor porabi za 
primerjalne funkcije, na podlagi vnesenih podatkov period preklopov. Tako bi zmanjšal 
odstopanja od nazivnih vrednosti period. Če bi želel narediti bolj natančen sistem, bi moral 




3.  Sklepne ugotovitve 
 
Iz projekta, ki sem ga izdelal sem se naučil veliko o lastnostih realnih komponent. Ko sem 
načrtoval vezje, sem opazil velika odstopanja od nazivnih vrednosti pri Zener diodi ter pri 
transformaciji napetosti transformatorja. Pri Zener diodi sem moral dodati še eno navadno diodo 
s kolensko napetostjo 0.7 V, da sem pridobil ustrezno napetost na izhodu napetostnega 
stabilizatorja. Pri programskem delu sem imel nekaj težav s knjižnico »serial« v Pythonu. 
Knjižnica namreč noče prekiniti serijske povezave ob klicu funkcije »ser.close()«. V splošnem je 
sistem natančen na 1ms, kar zadostuje za popolno testiranje registratorja s kateri sem se ukvarjal 
na praktičnem usposabljanju. Sistem bi lahko nadgradil, da bi preklapljal tudi releje, ki zahtevajo 
večje tokove ob preklopih tako, da bi na izhodne stopnje dodal močnostne tranzistorje z 
orientacijo s skupnim kolektorjem (NPN tranzistor) ali s skupnim ponorom (N-MOS tranzistor). 
Da bi lahko preklapljal poljubne tranzistorje z različnimi preklopnimi napetostmi, pa bi v vezje 
dodal »boost« pretvornik, ki nam zviša napetostne nivoje enosmerne napetosti, ali pa bi dodal 
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