Closeness is a widely-studied centrality measure. Since it requires all pairwise distances, computing closeness for all nodes is infeasible for large real-world networks. However, for many applications, it is only necessary to find the k most central nodes and not all closeness values. Prior work has shown that computing the top-k nodes with highest closeness can be done much faster than computing closeness for all nodes in real-world networks.
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Context and Motivation. Centrality is a widely used concept in network analysis in order to rank the nodes of a graph by their structural importance. (Edge centrality measures exist as well, but are not considered here.) Many centrality definitions include the length of shortest paths, their fraction or their number, the importance of a node in random walk processes, and many more [18, Chap. 7] . Different applications may require different centrality measures and none is universal; thus, dozens of different measures have been spotted in the literature [6] .
In this work, we focus on one of the most widely used measures, closeness centrality. It is defined as the inverse of the average shortest-path distance. Example applications listed in previous work [2] include facility location, marketing strategies, and the identification of key infrastructure nodes as well as disease propagation control and crime prevention.
Computing the closeness centrality of a node in an unweighted graph requires a complete breadthfirst search (BFS) -or a complete run of Dijkstra's algorithm for weighted graphs. Moreover, it requires solving the all-pairs-shortest-path problem to compute the closeness centrality of each node in the graph. The computational effort for this is often impractical for very large real-world networks. For some applications, however, it is enough to compute a list of the k most central nodes. As shown by Bergamini et al. [2] , limiting oneself to this so-called top-k closeness centrality problem can decrease the computational effort significantly for real-world networks. The idea of existing approaches [7, 2] is to compute upper bounds on the closeness of each node. If we find k nodes whose closeness is higher than the upper bounds on the remaining nodes, we know these nodes have to be the top k.
Although these approaches were shown to work very well in practice, they are asymptotically not faster than computing closeness for all nodes. In fact, the most central node in a graph cannot be computed in O(|E| 2− ) in directed graphs in the worst-case, under reasonable complexity assumptions [2] .
Many real-world networks change over time; just think of social networks constantly adding new users (node insertions) or friendship relations (edge insertions). Terminating a friendship in the social network corresponds to an edge removal. Similar effects can be seen in the web graph or co-authorship graphs with sliding time windows. Edge modifications may cause shortest paths to appear or disappear, depending on the modification. A simple strategy to get the new closeness centralities of each node is then to rerun the static algorithm on the modified graph, ignoring any information collected by previous runs of the algorithm. However, as previous work for related problems [14, 4, 5, 13] has shown, it is usually much more efficient in practice to make more localized updates to the centrality values.
Outline and Contribution. This paper presents dynamic algorithms for top-k closeness that handle both edge insertions and edge removals, see Section 3. Our new algorithms are based on the static algorithms proposed by Bergamini et al. [3] (and in [2] , in a preliminary version). Since traditional closeness does not apply to disconnected graphs, our algorithms compute a variant called harmonic closeness, which has been shown in [6] to satisfy all axioms presented in the same paper. However, our algorithms can be easily adapted to Bavelas's definition of closeness as well.
Our algorithms reuse information obtained by an initial run of the static algorithm and try to skip the recomputation of closeness centralities for nodes that are unaffected by modifications of the graph. In contrast to other dynamic algorithms for closeness centrality, it is not required to compute the exact closeness centralities of all nodes in the initial graph, making it possible to target networks with hundreds of millions of edges. Moreover, we specifically design our algorithms to use only a linear amount of additional memory, since a quadratic memory footprint (typical of most existing dynamic algorithms for problems based on shortest paths) would be impractical for large instances. In experiments we obtain significant speedups compared to static recomputation. For example, for k = 10, our average speedup (geometric mean over the tested instances) is about 76 for insertions in undirected complex networks. For deletions in directed street networks, we reach an average speedup of 743. Also, our experiments show some non-trivial results: deletions are mostly faster than insertions and speedups increase with k for complex networks, whereas they decrease as k increases in street networks.
Preliminaries
Notation and Problem Definition
Let G be an unweighted graph (either directed or undirected) with n nodes and m edges. We use d (u, v) to denote the shortest-path distance between two nodes u and v. The set of nodes at distance i from u is denoted by N i (u) := {v : d(u, v) = i} and its cardinality by n i (u). The reachable nodes R(u) := {v : d(u, v) < +∞} are the nodes with finite distance from u (we denote their cardinality by r(u)). According to Bavelas's definition, the closeness centrality of node u in a (strongly) connected graph is [1] . For disconnected graphs, this quantity is not defined, since the denominator would be infinity for all nodes. We consider a variant of closeness called harmonic closeness centrality [6] , defined as follows:
.
In addition to extending to disconnected graphs in a very natural way, harmonic closeness has been shown in [6] to satisfy all axioms presented in the same paper (i.e., size, density and score monotonicity). When talking about dynamic graphs, we refer to G as the graph before the edge update, and to G as the modified graph. Similarly, d is the distance on G and d the distance on G .
Related Work
Static Algorithms. Closeness centrality is based on pairwise shortest-path distances. In unweighted graphs, these are usually computed by running a BFS (Breadth-First Search) from each node, requiring Θ(nm) time. Unfortunately, this is impractical for large networks with hundreds of millions of nodes and edges. For this reason, several approximation algorithms have been proposed over the years. The simple approach by Eppstein and Wang samples a set of source nodes, runs a BFS from them and uses the computed distances to extrapolate the closeness of the other nodes [12] . If the graph has a bounded diameter, this approach delivers an additive error guarantee with high probability. Cohen et al. [9] improve on this approach by combining the sampling with a new 3-approximation algorithm. This provides an estimatec(v) of the centrality of each node v such that
where l is the number of samples. The recent result by Chechik et al. [8] allows to approximate closeness centrality with a coefficient of variation of using O( −2 ) BFS computations. Alternatively, one can make the probability that the maximum relative error exceeds polynomially small by using O( −2 log n) BFS computations. Although approximation algorithms can often provide scores that are close to the real ones, they may fail at preserving the ranking, in particular for nodes with similar closeness. For example, it was argued in [3] that the algorithm by Chechik et al. [8] would require O(mn 2 ) time to deliver a reliable ranking in a small-world network. For this reason, the problem of preserving the ranking of the top-k nodes with highest closeness has been considered, both exactly [20] , with high probability [19] and through heuristics [17, 16] .
In particular, the exact approaches proposed in [3] (and in [2] , in a preliminary version) have been shown to outperform existing algorithms for finding the top-k nodes with highest closeness centrality. More specifically, the authors of this prior work propose a method (NBCut) that works best for networks with small diameter (such as complex networks), and a method (NBBound) that is more efficient on Figure 1 : Upper bound on c(y) computed by the NBCut algorithm. For nodes up to distance d cut (y) we know the exact distance. Then,ñ dcut(y)+1 nodes are assumed to be at distance d cut (y) + 1 and the remaining at distance d cut (y) + 2.
networks with relatively large diameter (such as street networks). Since our new dynamic algorithms build on these two approaches, we explain them in more detail in Section 2.3. Notice that these are exact approaches, i.e., they find the k nodes with highest closeness and their exact closeness values. Similarly, also our dynamic algorithms are exact.
Dynamic Algorithms. Many of today's networks continuously change over time. Recomputing the centrality values after each edge modification may be too expensive for large instances. Dynamic algorithms try to update some properties of the graph by limiting the computations to a subset of the nodes and edges. For updating the closeness of all nodes, a simple algorithm has been proposed by Kas et al. [14] . The authors use a dynamic algorithm by Ramalingam and Reps [21] for updating pairwise distances and either increase or decrease the closeness of nodes whose distance has changed. A major limitation of this approach is its memory requirement of Θ(n 2 ), which is too expensive for large networks.
For unweighted graphs, Sariyüce et al. [22] present optimizations that make the dynamic algorithm more efficient on complex networks. In particular, they show that the recomputation of closeness can be skipped for nodes s such that |d(s, u) − d(s, v)| = 1 (where u and v are the endpoints of the newly inserted or deleted edge). Also, they divide the graph into biconnected components and show that nodes outside the biconnected component of (u, v) can also be skipped. Finally, they notice that nodes with the same neighborhood have the same closeness, and therefore (re)computing it for only one of the nodes is sufficient. Differently from the algorithm by Kas et al. [14] , the one by Sariyüce et al. [23] does not store pairwise distances, resulting in a memory requirement of Θ(n). Nevertheless, both algorithms require to compute exact closeness centrality at least once on the initial graph, which might be impractical.
Static Top-k Closeness
The textbook algorithm would compute closeness by running a BFS from each node. Both top-k closeness algorithms proposed in [3] try to reduce the running time of the textbook algorithm by exploiting upper bounds on the closeness. More precisely, NBCut reduces the work done during the BFSs, but not their number (i. e., it starts a BFS from each node). NBBound, on the contrary, runs complete BFSs, but on a limited number of nodes. Although both algorithms were proposed using Bavelas's definition of closeness, it was shown in [3] how they can be adapted to harmonic closeness. In the following, we describe them based on this adaptation.
NBCut Algorithm for Complex Networks. Assume we are performing a BFS from a node y, and we have visited all nodes up to distance i. We know that all remaining nodes have at least distance i + 1, otherwise they would have been visited already. Also, we know that at mostñ i+1 := w∈N i (y) degree(w) can be at distance i + 1, since all nodes at distance i + 1 must have at least one neighbor at distance i from y. Thus, all remaining nodes have to be at distance at least i + 2. Based on this observation, we can define the following upper bound on c(y):
where the first term in the sum accounts for the nodes for which we computed the exact distance, the second term assumes that exactlyñ i+1 nodes are at distance i + 1, and the third term assumes that all remaining nodes are at distance d + 2 (see Figure 1) . Notice that the more nodes are visited during the BFS, the tighter the bound is (if all nodes are visited,c(y) = c(y)). Thus, the NBCut algorithm (Algorithm 1 in Appendix A) works as follows: assume that we already computed the exact closeness for at least k nodes, and let x k be the k-th highest closeness value found so far. While running a BFS from node y, we compute the bound of Eq. (1). If at some pointc(y) < x k , we can interrupt the search from y, since y cannot be one of the top-k nodes. We call the distance i at which we interrupt the BFS the cutoff distance, and we refer to it as d cut (y). Also, we refer to this extended BFS that computes c(y) and returns whenc(y) < x k as BFScut (Line 6). If the exact closeness c(y) is actually larger than x k , we run a complete BFS and replace the current k-th node with highest closeness with y (and set isExact(y) to true in Line 6). Clearly, the order in which the nodes are processed is very important: ideally we would like to process them in order of decreasing closeness. In [3] , the authors show that a measure based on the number of walks (the ordering O in Algorithm 1) works quite well. Notice that Eq. (1) requires the number r(y) of nodes reachable from y. In undirected graphs, this is the size of the connected component of y, which can be easily computed in a preprocessing step. In directed graphs, the authors of [3] propose an upper bound based on a topological sorting of the strongly-connected-components DAG (SCC DAG).
NBBound Algorithm for Street Networks. NBBound initially computes an upper boundc on the closeness of each node and enters the nodes into a priority queue Q, sorted by their value ofc (Line 1 of Algorithm 2 in Appendix A). Notice that this is unrelated to thec computed by BFSCut (see [3] for more details). Then (Lines 4-10), the node v with highestc is extracted and its actual closeness c(v) is computed using the BFSbound function. In addition to computing the exact closeness of v, this function also modifies the upper boundsc of the other nodes. In particular, let w and y be any two nodes visited during the BFS from v. Then, it can be proven [3] 
we get an upper bound on the closeness of all nodes. If, for some node w, this upper bound is tighter than the currentc, thenc and the priority of w in Q are updated. The algorithm terminates when k nodes are found such that their exact closeness is higher than the upper bound on the closeness of the other nodes (Line 12).
Dynamic Top-k Closeness Centrality
Let us assume an edge (u, v) has been inserted into or deleted from the graph. Our goal is to update the list of the top-k nodes and their closeness values faster than computing it from scratch with NBCut or NBBound. In the following, we first show how we update the number of reachable nodes (Section 3.1) and compute the set of affected nodes (Section 3.2), which is a preprocessing necessary for both edge insertions and deletions. Then, we consider edge insertions and deletions separately in Section 3.3 and Section 3.4.
Updating the Number of Reachable Nodes
The upper bound in Eq. (1) requires the number of reachable nodes r(u) (or an upper bound on r(u)). For undirected graphs, this is simply the number of nodes in the connected component of u. Instead of recomputing connected components from scratch after each update, we use a simple dynamic algorithm similar to the one presented in [11] . Initially, we build a spanning forest of G. When an edge (u, v) is inserted, we check whether u and v belong to the same component and if not, we merge the components and (u, v) becomes part of the forest. If we delete an edge (u, v) that is part of the forest, we then run a pruned BFS from u and interrupt it as soon as we hit v (and, if we do not hit v, we split the components). If, in turn, we delete an edge (u, v) that is not part of the spanning forest, we know there has to be another path between u and v and we are done.
For directed graphs, we mentioned in Section 2.3 that a bound based on a topological sorting of the SCC DAG was proposed in [3] . Since preliminary experiments showed that recomputing this after each update was a bottleneck for the dynamic algorithm, we replace this bound with the number of nodes in the weakly-connected component. This does not affect the correctness of the algorithm and can be updated much more efficiently using basically the same algorithm we use for updating the connected components in undirected graphs (we simply need to ignore the direction of the edges).
Finding Affected Nodes
When an edge (u, v) is inserted or deleted from G, some nodes might increase or decrease their closeness centrality. We call such nodes affected. More precisely, the set A of affected nodes is defined as
. Indeed, if the distances from y to both u and v stay the same, it means that the insertion or deletion of (u, v) does not move any node up or down the BFS DAG rooted in y. Thus, the set of affected nodes can be easily identified by running two BFSs from u (one on G and one on G ) and two BFSs from v (one on G and one on G ). If the graph is directed, the BFSs have to be run on G and G transposed, since we are interested in the nodes that change their distance to u or v. Once we know all the distances to u and v in G and G , we can simply compare them and mark all nodes y such that
We know that the closeness of all unaffected nodes v does not change. Therefore, the previously computed upper boundc and, if it was computed, the previous exact closeness value c(v) are still valid.
Update after an edge insertion
We first focus on updating the NBCut top-k closeness algorithm. Before the insertion, we assume that, for each node y, we knowc(y), d cut (y) and isExact(y) computed by the function BFScut. Also, we assume the nodes are sorted by theirc value in a priority queue Q. After an insertion, affected nodes increase their closeness. One first simple strategy would be to run BFScut from each affected node, using as x k the current node with the k-th highest closeness. This would already save some time compared to the static algorithm, since no work is performed for unaffected nodes. In the following, we propose some further improvements. Algorithm 3 in Appendix A shows the pseudocode of the dynamic algorithm. Initially, Line 1 and Line 2 update the number of reachable nodes and compute the set A of affected nodes, as described in Section 3.1 and Section 3.2, respectively. Then (Lines 3-8), the affected nodes that are among the top k are removed from TopK. For each affected node y, Lines 10-16 try to efficiently updatec, in order to avoid a new BFScut (as we will see in the following). If this is not possible, Lines 17-28 run BFScut and update TopK as in the static algorithm.
Skipping Far-away Nodes. Let y be an affected node such that isExact(y) is false, i.e., a node for which BFScut has been interrupted at some cutoff level d cut (y). W.l.o.g., let us assume that
We recall that we know d(·, u) from the identification of the affected nodes described in Section 3.2.
If d(y, u) > d cut (y) and r (y) = r(y), the upper boundc(y) is still valid. Figure 2 (left) shows this case. The reason for this is that u has not been visited by BFScut and therefore the existence of edge (u, v) does not affect the bound in Eq. (1). If d(y, u) > d cut (y) but r (y) = r(y) (i.e., the insertion has increased the number of nodes reachable from y), we can simply replace r(y) with r (y) in Eq. (1), obtainingc (y) =c(y) − r(y) dcut(y)+2 + r (y) dcut(y)+2 . Ifc(y) < x k , y can therefore be skipped and no BFScut on G has to be run from it. We call such nodes far-away nodes (Line 11 of Algorithm 3 in Appendix A). (Figure 2 , right), the bound in Eq. (1) is affected, as the degree of u changes (we recall thatñ i+1 := w∈N i (y) degree(w)). In particular, n dcut(y)+1 after the insertion is equal toñ dcut(y)+1 + 1, since the degree of u has increased by one. Thus, we can easily compute the new bound from the old one without running a new BFScut from y as follows (we use d cut instead of d cut (y) for simplicity):
Boundary nodes are handled in Line 13 of Algorithm 3 in Appendix A.
Distance-based Bounds. The improvements described in the previous two paragraphs do not apply to affected nodes y for which d(y, u) < d cut (y). Let z be any node such that d (y, z) < d(y, z) (if y is affected, there has to exist such a node). Since all new shortest paths have to go through (u, v) (and thus through u), we can write
, since the distance from y to u cannot change as a consequence of the insertion of (u, v). As for d(y, z), there are two options: either u was part of a shortest path from y to z also before the insertion -and thus d(y, z) = d(y, u) + d(u, z), or there was a shorter path from y to z not going through u -and therefore
. Putting this together, we get
where diam is the diameter of G. Notice that Eq. (2) implies that, ifc(y) is an upper bound on c(y), theñ c (y) :
is an upper bound on c (y). The values (n i (u) − n i (u)) can be easily computed with one BFS from u in G and G (this can also be combined with the BFSs we run to identify the affected node, see Section 3.2). Then, for each affected node that is neither a boundary node nor a far-away node, we compute a new upper bound as in Eq. (2) . If this is still smaller than x k , no BFScut has to be performed from the node. Notice that the computation of the new bound requires Θ(diam) operations. Since the diameter in complex networks is very small (often assumed to be constant), this is much faster than running a BFScut, which can take up to Θ(n + m) time. The distance-based bounds are computed in Line 15 of Algorithm 3. In Line 16, we set d cut (y) to diam to indicate that the current bound is not a result of a BFScut and should not be used in the future to skip far-away or boundary nodes.
Updating NBBound. So far we described how to update top-k closeness assuming that NBCut has been run on the initial graph. We recall that NBBound only runs complete BFSs, until we find k nodes whose closeness is higher than the upper bounds on the remaining nodes. Thus, there is no cutoff threshold that we can use to skip far-away or boundary nodes. However, we can still make some considerations. First, also in this case c(y) andc(y) of unaffected nodes are still valid and do not need to be changed. Also, the distance-based bounds described in the previous paragraph can be applied to NBBound as well. If there are nodes y whose new bound is higher than the k-th highest closeness value, we run a BFS from y. We stop when there is no affected node left whosec is higher than TopK[k], similarly to the static algorithm. Algorithm 4 in Appendix A shows the pseudocode.
Update After an Edge Deletion
In some sense, edge deletions are easier to handle than edge insertions. Indeed, since closeness can only decrease as a consequence of a deletion, nothing needs to be done in case none of the top-k nodes is affected (whereas for insertions there could be nodes that increase their closeness and "overtake" the previous top k). Also, notice that for affected nodes the previous upper bounds are still valid (although they might be less tight). If for some affected node y we know the exact closeness c(y) before the insertion, this becomes now an upper bound on the closeness of y in the new graph (thus, we set isExact(y) to true).
Once this is done, the algorithm goes through the nodes in Q ordered byc. If we find some node y for which isExact(y) = false, then we compute its new c (y) and update its priority in Q. We stop when isExact is true for the first k nodes in Q. Notice that this approach works for both NBCut and NBBound. Algorithm 5 in Appendix A shows the pseudocode for deletions, based in NBCut. The one based on NBBound is basically the same, with the difference that in Line 14 we do not run a BFScut, but a BFSbound, as in Algorithm 2.
Running Times and Memory Requirements
The update of the number of reachable nodes described in Section 3.1 takes O(n + m) in the worst case -the time to run a BFS from scratch. Computing the set of affected nodes takes Θ(n + m) time, since we need to run a BFS from u in G and G (in the graph is undirected, also from v). Then, the algorithms described in Section 3.3 and Section 3.4 have to run, in the worst case, a BFScut (or BFSbound, if we are considering the algorithm based on NBBound) for each affected node. Since the worst-case running time of both BFScut and BFSbound is O(n + m) [3] , in the worst case the running time of the dynamic algorithms is O(|A|(n + m)), where |A| is the number of affected nodes. However, we will see in Section 4 that the number of calls to BFScut is usually a small fraction of the total number of affected nodes (which is, in turn, often only a small fraction of the total number of nodes).
Concerning memory, our algorithms need to store the boundc(y), isExact(y), the number r(y) of reachable nodes and the cutoff distance d cut (y), for each v ∈ V (as well as the list TopK with the k nodes with maximum closeness). This requires only Θ(n) memory, which is asymptotically the same as the static top-k algorithms.
Experiments
Experimental Setup
Data sets. We test our algorithms on numerous directed and undirected real-world complex networks (e. g., social networks or web graphs) and street networks. All of them can be retrieved from the public repositories SNAP (snap.stanford.edu), LASAGNE (lasagne-unifi.sourceforge.net), KONECT (konect.uni-koblenz.de/networks) and GEOFABRIC (download.geofabrik.de); the graphs are listed in Tables 1, 2 and 3 in Appendix B. Since the street networks in Table 3 are all directed, we also consider an undirected version of them, by ignoring the direction of edges. For each tested graph, we either add or remove 100 edges one at a time and run the dynamic algorithm after each update. Due to time constraints, we only run the static algorithm once every 10 updates (this does not affect results considerably, since the running time of the static algorithm is always approximately the same). For edge insertions we remove 100 random edges from the original graph before running the algorithms, and then add them one-by-one, whereas for removals we just delete 100 random edges.
Implementation and settings. Since NBCut outperforms NBBound on complex networks, we only use NBCut and the new dynamic algorithm based on it (Algorithms 3 and 5 in Appendix A) for our experiments on complex networks. Similarly, we only use NBBound and the dynamic algorithm based on it for our experiments on street networks (Algorithm 2 in Appendix A). We recall that our dynamic algorithm for directed graphs uses the number of nodes in the weakly connected components instead of the bound originally proposed in [3] . However, for the static case, we use the original bound, in order to make a fair comparison with previous work. We recall that all algorithms are exact, i.e., they find the k nodes with highest closeness and their exact scores, so they only differ in their running time and not in the results they find.
The machine we used for our experiments is a shared-memory server equipped with 256 GB RAM and 2 x 8 Intel(R) Xeon(R) E5-2680 cores at 2.7 GHz of which we use only one since we executed our algorithms sequentially (i. e., using a single thread). The code has been written in C++ and uses the open-source NetworKit framework [24] . We plan to publish our code in future releases of the package.
Speedups on Recomputation
Dynamic Complex Networks. First, we study the effect of the optimizations proposed in Section 3.3. Table 5 in Appendix B.2 contains the average number of affected nodes over the tested edge insertions and the percentage of nodes skipped due to each of the optimizations in undirected graphs (results for k = 10). The average number of affected nodes is never higher than 34% of the total number of nodes. Also, in all graphs, skipping far-away nodes allows us to ignore the vast majority of affected nodes after an update. Combined with the cheap updates for boundary nodes and applying the distance-based bounds, we need to run a new BFScut for less than 1% of the affected nodes on most graphs. Notice that the column BFScuts contains the percentage of affected nodes for which we run a new BFScut. The percentage of the total number of nodes is therefore much smaller. Table 4 in Appendix B.2 shows the results for the directed case. Compared to undirected graphs, insertions typically affect smaller portions of the graph (average values at most ≈ 7%). Among them, usually a smaller percentage (compared to undirected graphs) are far-away nodes, probably because mostly nodes that are very close to the inserted edge are affected. However, several nodes are skipped because of the distance-based bounds, resulting in a very small number of BFSs. The highest numbers are for p2p-Gnutella08, for which the BFScuts are ≈ 31% of the affected nodes and ≈ 1.5% of the total.
The speedups (ratio between the running times) of our dynamic algorithm on the static one for complex networks are summarized in the lower part of Figure 3 . Table 6 and Table 7 Tables 5 and 4 in Appendix B.2). Tables 8 and 9 in Appendix B.3 show the results for edge deletions (on directed and undirected graphs, respectively). Interestingly, deletions are mostly faster than insertions for directed graphs, whereas they are usually slower in the undirected case. For most shortest-paths based problems insertions are easier than deletions: for example, pairwise distances can be updated in time O(n 2 ) after an edge insertion, but not after an edge deletion [10] . In our case, we know deletions can only decrease centrality. Thus, all previous upper bounds on the centralities are still valid and, if none of the top-k nodes is affected, nothing needs to be updated. In insertions, on the contrary, any affected node could increase its centrality and become one of the top-k. If the number of affected nodes is small (as it is usually the case for directed graphs, see Table 4 ), it is quite unlikely that a top-k node is among the affected ones. This happens much more often in undirected graphs, where a larger number of nodes is often affected. As for insertions, the speedups increase with k: for directed graphs, the geometric mean of the speedups is 74 for k = 1, 160 for k = 10 and 314 for k = 100, whereas for undirected graphs it is 12.5 for k = 1, 25.8 for k = 10 and 50.2 for k = 100. All detailed running times for both insertions and deletions can be found in Appendix B.4.
Dynamic Street Networks. The four tables in Appendix B.5 show the speedups for street networks, for both edge insertions and deletions, on directed and undirected graphs. Figure 3 summarizes all results for both complex and street networks (the results for street networks are in the upper part of the figure). As for complex networks, speedups in street networks are considerably higher in the directed case. However, differently from complex networks, speedups generally decrease as k increases. In this respect, notice that the running times of the static algorithm (Appendix B.6) do not change considerably for different values of k (at least, compared to most complex networks). On the other hand, if k is larger, it is also more likely that some of the affected nodes is either among the top-k or overtakes one of the top-k, slowing down the dynamic algorithm. Nevertheless, even for k = 100, the dynamic algorithm is on average ≈ 49 times faster than recomputation for insertions in undirected street networks and ≈ 242 times in directed street networks. The results for deletions are even better: ≈ 67 in the undirected case and ≈ 519 in the directed one. The results are significantly better for k = 1, reaching an average speedup of ≈ 848 for edge deletions in directed graphs, and ≈ 187 in undirected graphs. 
Conclusions
We have developed and implemented fully-dynamic algorithms for top-k closeness centrality, tailored to both complex and street networks. Using properties of the modified graph, we are able to significantly reduce the number of operations required to update the most central nodes.
As a result, we achieve high speedups on static recomputation, in line with those obtained by other dynamic algorithms for related problems (e.g. [14, 4, 5, 13] ), confirming the fact that efforts in developing dynamic algorithms are well spent. Differently from most existing algorithms updating shortest-paths-based centralities, the techniques we propose use a linear (in the number of nodes) amount of additional memory. Although storing more information (e.g., the distances computed during BFScut on the initial graph) might lead to even higher speedups, a quadratic memory footprint would not allow us to target networks with millions of nodes. An interesting question is whether the memory requirements of other dynamic algorithms for related problems can be reduced, using similar techniques as the ones presented in this paper.
Future work includes extension to batch updates, where several edge updates occur at the same time, and to other centrality measures, such as betweenness. For the latter, a static algorithm for finding the top-k nodes with highest betweenness has been proposed in [15] . Thus, an interesting research question is whether this can be further improved and/or efficiently updated in dynamic networks.
A Pseudocodes
Algorithm 1: NBCut algorithm for top-k closeness centrality in static graphs [3] .
Input : A graph G = (V, E) Output: Top-k nodes with highest closeness centrality 1 TopK ← [ ]; 2 r ← computeReachable(G); 3 Define an ordering O on the nodes; 4 x k ← 0; 5 foreach v ∈ V according to the ordering O do Table 4 : Impact of optimizations in directed networks for k = 10, averaged over 100 random edge insertions. The column "affected" contains the average number of affected nodes and "% affected" its percentage of the total number of nodes. The next three columns report the percentage of affected nodes that can be skipped for each optimization and the last column the percentage of affected nodes for which a BFScut has been run. Table 5 : Impact of optimizations in undirected complex networks for k = 10, averaged over 100 random edge insertions. The column "affected" contains the average number of affected nodes and "% affected" its percentage of the total number of nodes. The next three columns report the percentage of affected nodes that can be skipped for each optimization and the last column the percentage of affected nodes for which a BFScut has been run. Table 6 : Speedups on recomputation over 100 edge insertions in directed complex networks, for k ∈ {1, 10, 100}. The column "gmean" contains the geometric mean of the achieved speedups, "min" and "max" the minimum and the maximum speedup. Table 7 : Speedups on recomputation over 100 edge insertions in undirected complex networks, for k ∈ {1, 10, 100}. The column "gmean" contains the geometric mean of the achieved speedups, "min" and "max" the minimum and the maximum speedup. Table 8 : Speedups on recomputation over 100 edge removals in directed complex networks, for k ∈ {1, 10, 100}. The column "gmean" contains the geometric mean of the achieved speedups, "min" and "max" the minimum and the maximum speedup. Table 9 : Speedups on recomputation over 100 edge removals in undirected complex networks, for k ∈ {1, 10, 100}. The column "gmean" contains the geometric mean of the achieved speedups, "min" and "max" the minimum and the maximum speedup. Table 10 : Update times for 100 random edge insertions with k ∈ {1, 10, 100} in directed complex networks. The columns "static" and "dynamic" contain the average time for the static and dynamic algorithm, respectively. Table 11 : Update times for 100 random edge insertions with k ∈ {1, 10, 100} in undirected complex networks. The columns "static" and "dynamic" contain the average time for the static and dynamic algorithm, respectively. Table 12 : Update times for 100 random edge deletions with k ∈ {1, 10, 100} in directed complex networks. The columns "static" and "dynamic" contain the average time for the static and dynamic algorithm, respectively. Table 13 : Update times for 100 random edge removals with k ∈ {1, 10, 100} in undirected complex networks. The columns "static" and "dynamic" contain the average time for the static and dynamic algorithm, respectively. Table 14 : Speedups on recomputation over 100 edge insertions in directed street networks, for k ∈ {1, 10, 100}. The column "gmean" contains the geometric mean of the achieved speedups, "min" and "max" the minimum and the maximum speedup. Table 15 : Speedups on recomputation over 100 edge insertions in undirected street networks, for k ∈ {1, 10, 100}. The column "gmean" contains the geometric mean of the achieved speedups, "min" and "max" the minimum and the maximum speedup. Table 16 : Speedups on recomputation over 100 edge removals in directed street networks, for k ∈ {1, 10, 100}. The column "gmean" contains the geometric mean of the achieved speedups, "min" and "max" the minimum and the maximum speedup. Table 17: Speedups on recomputation over 100 edge removals in undirected street networks, for k ∈ {1, 10, 100}. The column "gmean" contains the geometric mean of the achieved speedups, "min" and "max" the minimum and the maximum speedup. Table 18 : Update times for 100 random edge insertions with k ∈ {1, 10, 100} in directed street networks. The columns "static" and "dynamic" contain the average time for the static and dynamic algorithm, respectively. Table 19 : Update times for 100 random edge insertions with k ∈ {1, 10, 100} in undirected street networks. The columns "static" and "dynamic" contain the average time for the static and dynamic algorithm, respectively. Table 20 : Update times for 100 random edge removals with k ∈ {1, 10, 100} in directed street networks.
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The columns "static" and "dynamic" contain the average time for the static and dynamic algorithm, respectively. Table 21 : Update times for 100 random edge removals with k ∈ {1, 10, 100} in undirected street networks. The columns "static" and "dynamic" contain the average time for the static and dynamic algorithm, respectively.
