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A B S T R A C T
Background: The use of novel algorithmic techniques is pivotal to many important problems in life science. For
example the sequencing of the human genome (Venter et al., 2001) would not have been possible without
advanced assembly algorithms and the development of practical BWT based read mappers have been instru-
mental for NGS analysis. However, owing to the high speed of technological progress and the urgent need for
bioinformatics tools, there was a widening gap between state-of-the-art algorithmic techniques and the actual
algorithmic components of tools that are in widespread use. We previously addressed this by introducing the
SeqAn library of efficient data types and algorithms in 2008 (Döring et al., 2008).
Results: The SeqAn library has matured considerably since its first publication 9 years ago. In this article we
review its status as an established resource for programmers in the field of sequence analysis and its con-
tributions to many analysis tools.
Conclusions: We anticipate that SeqAn will continue to be a valuable resource, especially since it started to
actively support various hardware acceleration techniques in a systematic manner.
1. Introduction
The analysis of biological sequences is at the core of computational
biology. Advances in biotechnology have driven the development. of
many successful algorithms (e.g., Myers’ bit-vector search algorithm
Myers, 1999, BLAST Altschul et al., 1990) and data structures (e.g.,
suffix arrays Abouelhoda et al., 2002, q-gram based string indices, FM-
indices Ferragina and Manzini, 2000) over the last 20 years. The as-
semblies of large eukaryotic genomes like Drosophila melanogaster
(Adams et al., 2000), human (Venter et al., 2001), and mouse (Mural
et al., 2002) are prime examples where algorithm research was suc-
cessfully applied to advance biological knowledge. However, with en-
tire genomes at hand, large scale analysis algorithms that require
considerable computing resources are becoming increasingly important
and so do their implementations as efficient tools. Although these tools
use slightly different algorithms, nearly all of them require some basic
algorithmic components, like string indices, string searches, or align-
ments.
It is non-trivial to program efficient implementations of these
components, especially if vectorization and multi-threading becomes
more and more mandatory. This leads in practice often to the use of
suboptimal data types and ad-hoc algorithms or the analysis is con-
ducted by stringing together standalone tools. Both approaches may be
suitable at times, but it would clearly be much more desirable to use an
integrated library of state-of-the-art components that use modern
hardware. Those components can be combined in various ways, either
to develop new applications or to compare alternative implementations.
Also, relying on a software library cuts down development time and
ensures correctness and compatibility.
We previously addressed this by introducing the SeqAn library of
efficient data types and algorithms in 2008 (Döring et al., 2008). Since
then, SeqAn has matured considerably and is currently being supported
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by the de.NBI network for bioinformatics infrastructure as part of the
CIBI (Center for Integrative BIoinformatics). In this article we review its
status as an established resource for programmers in the field of se-
quence analysis and its contributions to many analysis tools.
2. Material and methods
The SeqAn library was first published in 2008 and designed with
certain goals in mind, namely to promote (1) high performance of the
provided algorithmic components, (2) simplicity and usability, (3) gen-
erality of data types and core algorithms, (4) the definition of special
refinements of generic classes of algorithms, (5) the extensibility of the
library and easy integration with other libraries.
2.1. Design and content of SeqAn
The SeqAn library currently consists of around 175,000 lines of code
which are split into 47 modules of varying sizes. SeqAn was im-
plemented in C++, a multi-paradigm high level programming lan-
guage, and is at the time of writing this article available in version 2.3.
The key concepts that are used in SeqAn are algorithm-oriented pro-
gramming (Musser and Stepanov, 1994), generic programming using
templates and template meta-programming, and partial template speciali-
zation as a form of polymorphism. We also make use of tag dispatching to
select the most efficient algorithm for a certain task at compile time.
The reasoning and implementation details are covered in Döring et al.
(2008), and have remained largely unchanged for SeqAn 2.x.
The core of the SeqAn project is the SeqAn library, but under the
umbrella of the project there are also support utilities including a
custom documentation system modeled on doxygen (van Heesch,
2008), a custom test system and a selection of applications that rely
heavily on the library (more on these later). For practical reasons, we
will only focus on a subset of the modules and give the reader an
overview of the extensive content of SeqAn.
align, align_*, score. The align modules offer all functionality to
perform the many different types of pairwise alignments that are useful
in sequence analysis. For example they provide two data structures to
efficiently incorporate gaps into the underlying sequence: ArrayGaps
and AnchorGaps. While ArrayGaps are efficient for linear access
patterns, AnchorGaps have a better runtime complexity for random
access patterns, because they can employ binary search for the lookup.
In Listing 1 we show how to compute a standard pairwise global
alignment using ArrayGaps as the gap structure of choice.
Our sequence library also implements many adaptions of the ori-
ginal dynamic programming algorithms among the default pairwise
alignments. For example, we have implementations for split break point
calculation (Emde et al., 2012a,b; Holtgrewe et al., 2015a,b), seed ex-
tensions using x-drop with affine gap costs (Hauswedell et al., 2014a,b),
banded chain alignment, a new gap model called Dynamic Gap Selector
(Urgese et al., 2014) and many more.
In addition to the sequential one-to-one interface we also im-
plemented a vectorized many-to-many pairwise alignment interface,
which uses extended instruction sets of modern CPU architectures to
speed-up the computation of many pairwise sequence alignments (see
Section 3.1).
arg_parse. SeqAn offers a generic argument parser and option
handler that supports convenient access to the command line para-
meters. The arg_parse module makes it easy to define, restrict and re-
trieve any command line input while remaining flexible for individual
needs. A well formatted help page is automatically generated, providing
a clear and common interface to all SeqAn based applications.
Since SeqAn version 2.0.0, the argument parser is able to export
interface descriptor files in an XML based format, that allow seamless
integration of all applications into workflow systems like KNIME
(Berthold et al., 2007) or Galaxy (Afgan et al., 2016) (see Section 2.2).
Recently, we also introduced a mechanism to inform our users and
developers whenever the library or one of our registered applications
can be updated to a newer version (see Section 2.2).
blast. The newly introduced blast module offers e-value statistics
based on official NCBI source code (Camacho et al., 2009), as well as
support for the most commonly used blast output formats, including
tab-separated output and full report.
index. SeqAn also provides an indexing module offering numerous
string indices for arbitrary alphabets such as (enhanced) suffix arrays,
FM indices, lazy suffix trees or q-gram indices. This includes fast and
practical implementations of unidirectional and bidirectional FM in-
dices, also the first and currently only openly available implementation
of a constant-time bidirectional FM index (Pockrandt et al., 2017). For
more details, see the results section. Listing 2 demonstrates an offline-
search with the FM-Index in SeqAn.
journaled_string_tree. The journaled string tree is a data structure
suitable for streaming over a set of referentially compressed sequences
and is applied in the field of compressive genomics (Marschall et al.,
2016). It works generically for all algorithms, whose state depends on a
sequence context, i.e. a finite number of contiguous characters (Rahn
et al., 2014).
modifier. In addition to the many container types that SeqAn pro-
vides, it also offers so called modifiers which are what is now com-
monly referred to as a view in C++ terminology – a light-weight data
structure that behaves like a container, but does not store the data.
Instead it performs a transformation “on-the-fly” during access. An in-
tuitive biological example is the reverse complement modifier that
appears like the reverse complement of a DNA sequence without
copying the actual string data.
stream. The stream module is the basis for all other I/O modules. It
provides a stream abstraction on top of STL stream buffers with built-in
support for transparent (de-)compression with GZIP and BZIP2 (Gailly
and Adler, 2003; Seward, 1996) if the corresponding libraries are pre-
sent on the system. Consequently, all I/O done through SeqAn inter-
faces has automatic support for reading/writing compressed versions of
the corresponding files. This module has been completely rewritten for
SeqAn 2 and now profits from simpler interfaces, better performance
and improved error handling via exceptions.
seq_io, gff_io, bam_io, rna_io, vcf_io. Sequence I/O is part of most
bioinformatics applications and SeqAn supports many popular formats
like fasta, fastq (Cock et al., 2010) and genbank, GFF, VCF SAM, BAM
and certain RNA formats. The bam_io module contains a full im-
plementation of the SAM and BAM formats, independent of SAMTOOLS
and HTSLIB (Li et al., 2009). Listing 3 demonstrates a simple bam-to-
sam converter implemented in SeqAn. The listing reads in a BAM file
and displays its content on the standard output. A prominent change in
SeqAn 2 is the addition of a highly parallel decompressor for BGZF so
that our performance in reading and parsing BAM files is significantly
higher than in any other implementation. Comparisons with other im-
plementations are available in the results Section 3.3. In SeqAn 2 SAM
and BAM files can also be treated as regular sequence input files. This is
useful in case the original sequence files are no longer available or if
BAM is preferred as storage for its compression. The VCF module
contains functionality to read and write files in VCF format (Danecek
et al., 2011). We also plan to add BCF format in the near future.
Files for RNA may contain structural information of a sequence or
alignment. This module supports I/O for common RNA structure for-
mats, as there are Connect, Dot-bracket, Vienna, Bpseq, and extended
Bpseq for sequences and Stockholm for alignments. We created the
extension of Bpseq to offer a format that contains multiple base pair
probabilities of sequence interactions, which can be gained from ex-
periments or statistical methods.
sequence, sequence_journaled. This module contains the wide range of
generic containers, including std::vector-like strings, fixed-size arrays,
external strings and bit-compressed strings. External strings behave just
like regular containers but use the hard disk as storage and keep only a
small fraction of the sequence in memory. This is e.g. useful if the
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sequence is larger than the available memory. A memory-mapped string
backend is also available which enables faster I/O, on-demand loading,
and inter-process memory sharing on UNIX systems. Bit-compressed
strings on the other hand make use of the small biological alphabets like
DNA, packing four characters into one byte, thereby reducing the
overall memory consumption of the data structure by a factor of four.
Of course, it is also possible to combine these features in one container.
In addition to these custom SeqAn containers we have made it possible
to use the generic STL containers in almost all modules in SeqAn 2. The
journaled sequence data structure stores differences to an underlying
reference sequence in a dictionary. It supports random-access opera-
tions very efficiently with just a logarithmic penalty over the number of
differences stored in the dictionary.
2.2. SeqAn resources
Platform support. We take great care and quite some effort to make
SeqAn run on most standard operating systems, like various Linux
distributions, FreeBSD, Microsoft Windows and macOS. In addition, we
support the following C++ compilers: gcc ≥4.9, clang++ ≥3.5,
MSVC ≥2015 and ICPC ≥16.0.3, which we test for 64 bit as well as
32 bit Intel/AMD architectures. Recently we have also begun testing on
other CPU architectures including PowerPC64 and Sparc64.
Online tutorials. Taking advantage of the clear layout from Read the
Docs,1 SeqAn offers a variety of detailed online tutorials. For users
which are new to SeqAn, the tutorials provide a smooth and easy in-
troduction to the main concepts and data structures of SeqAn. Ad-
ditionally, they present a systematic way to quickly look up problem-
solving strategies, refresh one's memory about names or syntax, and
equip the user with helpful sample code in order to facilitate the usage
of our library. With individual workflows and how-to instructions, we
hope to encourage the consideration of SeqAn based solutions to fre-
quent problems in the area of bioinformatics.
User Group Meeting. Once a year we organize a User Group Meeting
that aims to arrange a compact one-week schedule of hands-on tutor-
ials, application sessions and talks, inviting people of diverse working
environments. Topics include the SeqAn library and SeqAn based ap-
plications but also KNIME workflow integration, external applications
as well as current challenges and issues in the bioinformatics field.
CTD workflow integration. The Common Tool Descriptor format
(CTD, 2017) is a XML-based description of the command line arguments
of an application. This standardized descriptor file can be used to build
plugins for different workflows systems, in order to make the tool
available in the respective system.
The GenericWorkflowNodes (GenericWorkflowNodes project, 2017)
project provides an implementation of a generic Node for the KNIME
workflow system (Berthold et al., 2007)(see Fig. 1). We added a CTD-
writer into SeqAn's argument parser, which can write a CTD file from
the tool's help page. Thus, any program using SeqAn's argument parser,
including all the in-house applications developed in SeqAn, can write a
CTD file and hence be integrated into KNIME. Fig. 1 depicts an example
workflow for species level identification of microorganisms from me-
tagenomes (Dadi et al., 2016) using a combination of SeqAn nodes and
general purpose KNIME nodes.
Version updates and user statistics. As it is very common in major
software packages, the SeqAn library (since version 2.3.0) now includes
a feature inside the command line parser to inform the user or devel-
oper whenever a new version of the application or library is available.
At the same time this enables us to roughly assess the number of users
of our library and different applications, delivering very valuable
feedback. As a side note, external developers that use the SeqAn library
are able to register their application with us and benefit from easy
version updates and notifications. If not desired, the feature can easily
be turned off.
Benchmark tool. The steady increase of large data sets due to benefits
from new technologies such as NGS makes it necessary to apply effi-
cient data structures and algorithms. This implies a need for suitable
standardized benchmark tools, which must include a clear input and
output format as well as individual quality controls besides the usual
performance measures. As far as we know, there is still no collective
effort towards this aim. SeqAn therefore developed a novel stand-alone
benchmark tool, tackling the issues mentioned above.
The tool offers a clean graphical user interface, where the user can
either run all predefined benchmarks, testing the system performance,
or supply custom binary paths for specific benchmarks, in order to
compare his own algorithms and applications to SeqAn and others. It
will be used for regular internal performance and sanity checks and also
aims to sustain a solution for other developers to compare their work to
us and others. The benchmark tool is available under https://github.
com/seqan/bench/.
3. Results
In the following we will describe the key algorithmic components of
SeqAn that are competitive and used in various applications. As such,
we will describe the generic pairwise alignment module, which en-
compasses many variations of dynamic programming based alignment,
the segment based multiple alignment module and our fast SAM and
BAM I/O module.
3.1. The generic pairwise alignment module
Pairwise sequence alignments play a significant role in many
bioinformatic pipelines. Despite it is quadratic running time, the ori-
ginal Needleman–Wunsch algorithm was modified and used in many
applications in the past. Likewise, our sequence library provides among
the default pairwise alignments many variants of the original dynamic
programming (DP) algorithm to perform special algorithmic tasks, e.g.,
to calculate split break points (Emde et al., 2012a,b; Holtgrewe et al.,
2015a,b), x-drop with affine gap costs (Hauswedell et al., 2014a,b),
banded chain alignment, and many more.
To avoid code redundancy we developed a unified DP interface for
standard and banded pairwise alignment algorithms which can be
configured at compile time.
Our implementation model is based on the following observation.
Every pairwise alignment follows the same algorithmic phases, i.e.,
initializing the matrix, iterating recursively over every cell in the matrix
and computing its score, and finally tracing the best alignment if ne-
cessary. Yet, different DP approaches require unique policies for certain
computational steps, e.g., when using linear gaps instead of affine gaps
the recursion method per cell differs, or when computing the best
global vs. local alignment, where for the latter approach all cells need to
be checked for the best score while for the former only the last cell
matters.
Thus, by specifying the algorithm type (e.g., global alignment, local
alignment, split alignment, etc.), the gap type (one of linear, affine or
dynamic gaps) and the trace type (e.g., no trace, one best trace, all best
traces with left or right gaps placement) the new DP interface will use
meta-functions and tag dispatching mechanisms (see Section 2.1 for
more details) to tell the compiler which code paths should be generated
for the selected DP traits.
For example, when choosing the algorithm type to be a global
alignment with free end gaps for the top and the bottom of the DP
matrix, then the compiler will generate code that initializes the first row
with zeros and enables the tracking of the best score in the last row,
leading to the computation of a semi-global alignment. At the same
time, the algorithm can either be compiled with a recursion policy for
linear, dynamic (Urgese et al., 2014), or affine gaps, and can avoid the
complete traceback computation, when only the score is needed.1 https://readthedocs.org/.
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The combination of the three DP traits together with the underlying
meta-programming model creates a highly flexible and extendible DP
module. The code basis can be maintained much easier, since optimi-
zations and improvements are visible to all alignment variants.
Furthermore, the generated alignment code is still very competitive
since modern compilers can optimize tremendously and remove unused
code paths, such that no unnecessary branches in the inner loop remain.
One of the first major improvements to the unified DP code was the
parallelization of the recursion policies using a single-instruction mul-
tiple-data (SIMD) vectorization scheme. This allows us to generically
use extended instruction sets of modern processors to compute several
alignments in parallel on a single CPU. In Fig. 2 we compare the run-
times for computing 500,000 global sequence alignments between
reads of length 152 base pairs (bp) with affine gap costs. The experi-
ment was repeated using SSE4 (Intel, 2017) and AVX2 (Lomont, 2011)
instruction sets, allowing to run 8 and 16 packed alignments in parallel,
respectively. At the moment we also develop a generalized parallel
execution model to optimally utilize concurrent compute resources for
the pairwise alignment algorithms.
3.2. Segment based sequence alignment
For multiple sequence alignments SeqAn::T-Coffee (Rausch et al.,
2008) uses a consistency-based, progressive alignment heuristic. As an
extension of T-Coffee (Notredame et al., 2000) the algorithm operates
on segments as opposed to single sequence characters, which improves
the run time automatically if the sequences are related. For example,
when aligning 6 adenovirus sequences that are quite similar, our im-
plementation is faster than T-Coffee, produces an alignment of higher
column identity, and consumes significantly less memory. For the
comparison in Table 1 we obtained the sequences from NCBI
(NC_001460, NC_004001, NC_001405, NC_002067, NC_003266,
NC_001454) and used the current versions of T-Coffee, MAFFT, Clustal
Omega, PASTA, and SeqAn::T-Coffee. The average identity column
shows the ratio of the characters identical with their column-wise
consensus. SeqAn::T-Coffee outperforms the other tools regarding the
average identity and memory consumption.
Since then, we improved the SeqAn::T-Coffee implementation for
deep alignments, i.e. multiple sequence alignments of hundreds or
thousands of sequences. The implemented heuristics aim to reduce the
run time of SeqAn::T-Coffee significantly, while keeping its high
quality. Firstly, we use a banded alignment to reduce the asymptotic
run time of a pairwise alignment from quadratic to linear. The draw-
back is a limited number of consecutive insertions or deletions, but as
the sequences are expected to be similar, this does not cause a sig-
nificant drop of quality for a band of sufficient width. For a band of
width 500 SeqAn::T-Coffee accelerated by almost factor 10 (see
Table 1). Secondly, we only perform the triplet extension among se-
quences of a subtree in the guide tree. Most corrections of the pro-
gressive alignment occur in the first steps, where the number of aligned
sequences is low. In subsequent steps the columns are almost fixed, so
the computational efforts can be reduced by not performing an ex-
haustive search for support sequences. Thirdly, in the triplet extension
step we only increase the weight of existing edges and we do not create
edges any more. The new edges increase the computational effort dis-
proportionately by being rarely involved in the final alignment.
Fig. 1. SLIMM: identification and quantification of microorganisms within and between microbial communities.
Fig. 2. 500k global pairwise sequence alignments of 152 bp long reads using affine gap
costs. The experiments were conducted on an Intel(R) Xeon(R) CPU E5-2650 v3 @
2.30 GHz 2-socket processor with SSE4 and AVX2 support.
Table 1
Multiple alignment of six adenovirus sequences. The number of columns with at least 6, 5,
and 4 characters are reported together with the average identity w.r.t. the consensus.
Aligner Time Aver. id. =6 ≥5 ≥4 Memory
SeqAn::T-Coffee 874 s 77.28% 13050 27536 36055 1901 Mb
SeqAn::T-Coffee-bw
500
89 s 76.58% 13023 25778 34399 150 Mb
T-Coffee 1087 s 74.78% 12943 20911 29782 47507 Mb
MAFFT 156 s 74.68% 12646 21362 30136 59 Mb
Clustal Omega 592 s 74.13% 12346 21346 29574 8323 Mb
PASTA 1972 s 74.66% 12515 21248 29175 14738 Mb
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This resulted in code that was about 30 times faster in aligning 200
protein sequences (Yasnev, 2015) while maintaining a quality similar to
the previous implementation and on par with state-of-the art aligners
like Clustal-Omega (Sievers et al., 2011).
3.3. I/O module
The I/O module of SeqAn supports most of the standard sequence
and alignment file formats. Among others, FASTA, FASTQ, BLAST, SAM
and BAM file formats can be read and written easily and efficiently
using the SeqAn library. We organized the I/O module into several
submodules namely, sequence_io, bam_io, blast_io, vcf_io, bed_io, gff_io
and rna_io submodule.
The sequence_io submodule can handle FASTA, FASTQ, genebank
and embl file formats. One can read and write records sequentially one
at a time or in batch mode. There is also support for indexing FASTA
files with multiple entries through fai_index. This indexing enables a
faster reading of a particular FASTA entry without having to read
through the file starting from the beginning. Starting from version 2.3.X
SeqAn also supports using BAM to store unaligned sequences is a con-
venient alternative to FASTQ as it helps to save storage space and al-
lows parallel decompression.
The SeqAn BAM I/O submodule is very convenient for reading SAM
or BAM alignment files or writing alignment results to disk in SAM or
BAM format. To demonstrate the performance of SeqAn's BAM I/O
module, we carried out a benchmarking using the HTS Compression
Benchmarking Suite (Numanagić et al., 2016) adapted to include a
subset of the applications, i.e., samtools (Li and Durbin, 2009), sam-
bamba (Tarasov et al., 2015), picard and cramtools (Numanagić et al.,
2016) together with a small BAM I/O implementation in SeqAn. The
results show that SeqAn's BAM I/O has the fastest compression of all the
other tools in both single and multi-threaded modes. SeqAn's BAM I/O
decompression is faster than samtools and slower than sambamba (see
Fig. 3). We used the E. coli dataset sequenced using Illumina MiSeq
technology from the benchmarking tool paper (Numanagić et al.,
2016). The uncompressed size of the file was 5.2 GB and the coverage
was 420×.
3.4. Index module
SeqAn's index module consists of a wide range of string indices with
various applications and interfaces for different iterators as well as
backtracking. Indices include the (enhanced) suffix array with optional
tables (lcp, childtab, bwt) depending on the application and an-
ticipated running time, lazy suffix trees, q-gram indices (also known as
k-mer indices) and FM indices (Ferragina and Manzini, 2000). For the
latter one we do not only offer state-of-the-art unidirectional but also
bidirectional implementations. The FM index is implemented using the
well known wavelet tree (Grossi et al., 2003) as well as the enhanced
prefixsum dictionary (EPR dictionary) for constant-time unidirectional
and bidirectional search steps. This makes SeqAn the first and currently
only library with a constant-time implementation of a bidirectional FM
index, independent from the alphabet size. It is also currently the fastest
openly available unidirectional and bidirectional FM index. To show
this we give below some benchmark results which can be found in more
detail also in Pockrandt et al. (2017).
In the benchmark we will compare FM and 2FM indices in SeqAn
with other available 2FM implementations, namely the bidirectional
wavelet tree by Schnattinger et al. (2012) which we will call 2SCH and
the balanced wavelet tree implementation with plain bit vectors and
constant-time rank support in the SDSL (Gog et al., 2014) which we will
refer to as 2SDSL. SeqAn has four different implementations of FM in-
dices, a wavelet tree based and an EPR dictionary based one, both
working with the unidirectional and bidirectional one, referred to as
WT and EPR, respectively 2EPR and 2WT. All wavelet tree based im-
plementations, include 2SDSL and 2SCH have a running time of
O σ(log ) per search step where σ is the alphabet size.
The benchmark was performed for different alphabets sizes to test
the predicted independence from σ for the EPR implementation. The
alphabet sizes are inspired by bioinformatics applications and are of
size 4 (DNA), 10 (reduced amino acid alphabet Murphy10), 16 (IUPAC
alphabet) and 27 (protein alphabet).
We first generated a text of length 108 with a uniform distribution
and sampled 1 million queries of length 200 from this text. The search
in the FM and 2FM indices will determine the number of occurrences of
the sampled strings. Our sampling will ensure that the text occurs at
least once and the stepwise search is never prematurely stopped. This
ensures that we have 200 million single steps in searches. The uni-
directional FM indices perform backward searches while for 2FM in-
dices we search the right half of the query first (using forward searches)
and then extend the other half of the pattern to the left by backward
searches.
Table 2 gives an overview of the running times of all FM and 2FM
index implementations. It shows the absolute runtimes as well as the
speedup factor relative to the unidirectional resp. bidirectional wavelet
tree implementation. Our bidirectional wavelet tree implementation
2WT has a similar runtime compared to 2SDSL. It is slightly faster
especially for small alphabets.
When we compare the runtimes of the EPR and 2EPR, they behave
as expected, i.e., the unidirectional index is slightly faster, since in each
step of the bidirectional index we have to synchronize two indices.
All indices implemented in SeqAn (WT, EPR, 2WT, 2EPR) support
up to 3 levels for rank dictionary support: blocks, superblocks and ul-
trablocks. The tests presented here were performed with a 2-level rank
Fig. 3. Time taken by different tools to do compression (reading a file in SAM format and write it in BAM format) and decompression (reading a file in BAM format and write it in SAM
format) using single thread (A) and multiple threads (B).
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dictionary. Table 3 illustrates the practical space consumption for all
previously discussed indices. The number for the FM indices given in
Table 3 do neither account for storing the text itself nor for storing a
compressed suffix array necessary to locate the matches in the text since
the libraries use different implementations offering various space-time
trade-offs. The running time of the backward and forward searches does
not depend on it and the compressed suffix array implementation is
independent from the used rank dictionary and thus interchangeable. A
typical compressed suffix array implementation as used in the 2SDSL
takes nlognδ (when sampling on the text instead of the suffix array). For
a sampling rate of =δ10% ( 10) the space consumption for our experi-
ments would be 253 MB and thus still much smaller than the affix array.
Iterators can be used on these indices to easily search the underlying
text. Besides the TopDown iterator, which allows traversing the corre-
sponding suffix respectively prefix tree/trie, there are also iterator in-
terfaces for bottom up traversal and more specialized iterators for
enumerating maximal repeats, supermaximal repeats or maximal un-
ique matches. Furthermore, SeqAn includes a backtracking interface
which allows performing approximate string searching. It is generic
with respect to the text's alphabet, the index as well as the error metric
(Hamming or Levenshtein distance). It cannot only search for a single
string with a given number of errors, it also supports searching an entire
string set at once as well as an indexed string set (i.e. double indexing).
It also can be executed either in parallel or sequential mode.
3.5. The use of SeqAn in applications
SeqAn is used in many applications. Obviously it is a main resource
for the groups of the main developers, but also for many external
groups. We will give here a list of applications that use SeqAn in their
code. Apart from the SeqAn book (Andreas and Reinert, 2009) we
published several applications over the years. Among those are several
read mapping applications, namely Masai (Siragusa et al., 2013), Ra-
zerS (Weese et al., 2009), RazerS3 (Weese et al., 2012), MicroRazerS
(Emde et al., 2010), SplazerS (Emde et al., 2012a,b), and Yara
(Siragusa, 2015). All those were complemented by a read mapping
benchmark called Rabema (Holtgrewe et al., 2011). We published an
exact local alignment program named Stellar (Kehr et al., 2011) and an
efficient heuristic method called Lambda (Hauswedell et al., 2014a,b).
The Cidane (Canzar et al., 2016) tool for RNA-Seq isoform quantitation
makes use of SeqAn and the Fiona (Schulz et al., 2014) tool offers error
correction capabilities. The Imseq (Kuchenbecker et al., 2015) tool uses
SeqAn's fast alignment for immunogenetic sequence analysis. For var-
iation analysis SeqAn was used in the tools Anise and Basil (Holtgrewe
et al., 2015a,b), Gustaf (Trappe et al., 2014) and Vaquita (submitted)
who all address the analysis of structural variants. In the field of mul-
tiple sequence alignment, the SeqAn::TCoffee engine described above
was used in SeqAn Consensus (Rausch et al., 2009) and SeqAn TCoffee
(Rausch et al., 2008). Recently we started to employ SeqAn tools in the
analysis of metagenomics data sets and published SLIMM (Dadi et al.,
2016), a tool for identifying species on microbiomes. Finally we used
Seqan for the analysis of virus integration sites in Hüser et al. (2010).
Many other groups build and published tools using SeqAn. First of
all, it has been used for various sequence alignment tools. Bowtie2
(Langmead and Salzberg, 2012) and Hobbes (Ahmadi et al., 2012) are
short-read aligners and Mugsy (Angiuoli and Salzberg, 2011) is a tool
for whole-genome alignment. In addition, Tophat (Trapnell et al., 2009)
and Q (Hansen et al., 2015) are designed for RNA sequencing and ChIP-
seq data analysis, respectively.
There are many tools regarding structural variation as well. Delly
(Rausch et al., 2012) and Wham (Kronenberg et al., 2015) are ex-
amples. Furthermore, PopSTR (Kristmundsdóttir et al., 2016) for mi-
crosatellite genotyping, PopIns (Kehr et al., 2016) for population scale
study of non-reference insertions, PopAlu (Qian et al., 2015) for Alu
elements research, MixTaR (Fertin et al., 2015) for tandem repeats
detection, and InFusion (Okonechnikov et al., 2016) for gene fusion
identification, and isomiR-SEA (Urgese et al., 2016) for the computa-
tion of miRNAs and isomiRs expression levels in the RNA-Seq experi-
ments are tools that use SeqAn.
SeqAn also has been used for motif finding (Reid et al., 2011), se-
quence compression (Wandelt et al., 2015),.bam file processing utility
(Óskarsdóttir et al., 2015), string matching library (Ayad et al., 2016),
sequence assembly (Klein et al., 2011) and proteomics (Röst et al.,
2016). Moreover, SeqAn also has contributed to various researches
about microRNA (Rhee et al., 2015), alternative splicing (Hatje and
Kollmar, 2013, 2014), enhancers (Comin and Antonello, 2016), triplex
Table 2
Runtimes of various implementations in seconds and their speedup factors with respect to the unidirectional respectively bidirectional wavelet tree.
Index DNA Murphy10 IUPAC Protein
Time Factor Time Factor Time Factor Time Factor
WT 20.73 s 1.00 52.35 s 1.00 66.45 s 1.00 85.55 s 1.00
EPR 15.09 s 1.37 22.27 s 2.35 23.39 s 2.84 25.31 s 3.38
2WT 41.21 s 1.00 66.59 s 1.00 98.74 s 1.00 120.96 s 1.00
2EPR 20.09 s 2.05 23.80 s 2.80 24.39 s 4.05 26.08 s 4.64
2SDSL 43.54 s 0.95 74.69 s 0.89 89.07 s 1.11 109.44 s 1.11
2SCH 59.59 s 0.69 91.30 s 0.73 107.04 s 0.92 129.98 s 0.93
Bold is the best performing.
Table 3
Space consumption of the rank data structure in Megabyte of various implementations.
Index DNA Murp-
hy10
IUPAC Pro-
tein
EPR 42 156 227 478
2EPR 84 311 454 955
WT 30 51 60 72
2WT 60 102 120 144
2SDSL 68 105 122 145
2SCH 75 108 123 146
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formation (Buske et al., 2012), fungal translation (Mühlhausen and
Kollmar, 2014), the khmer k-mer counting library (Crusoe et al., 2015),
and HIV (Zanini et al., 2015; Seifert et al., 2016).
4. Conclusion
We presented in this paper the state of the software library SeqAn as
a resource for quickly developing efficient and robust tools for sequence
analysis. We presented the SeqAn eco-system and the current content,
we highlighted its performance on some important data structures and
finally gave an overview of publications that make use of SeqAn.
Upcoming versions of SeqAn will focus on incorporating vectorized
and multi-threaded code and continue to explore the capabilities of
modern C++ standards.
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