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Abstrakt
Cílem této práce je vytvořit webový editor, který vedle přepisovaného textu zobrazuje
i waveform, a tím usnadňuje orientaci v audiu. Pro zobrazení waveformu byla vyvinuta
knihovna, která s použitím elementu canvas ze speciﬁkace HTML5 zobrazuje průběh signálu
s možností skrolování a přibližování. Ve waveformu jsou přímo vyznačeny anotace a poloha
přepisovaného textu je synchronizována s umístěním anotace v audiu. Cílem je nahradit
stávající editor novým, byl proto proveden uživatelský test, který je porovnal. Čas potřebný
pro naučení obsluhy aplikace a přepis krátké nahrávky se snížil o 20 %. Knihovna pro
zobrazení waveformu byla uvolněna pod open source licencí.
Abstract
The aim of this thesis is to create a web-based annotation editor, which displays the audio
waveform alongside the transcribed text. A waveform viewer library was developed, which
uses HTML5 canvas elements for rendering. The library allows scrolling and zooming of the
waveform. Annotations are directly marked in the audio and the position of the transcribed
text is synchronised with their location. The end goal is to replace an existing editor with
the one being created. Therefore, a usability test was conducted to compare the two. The
time needed to learn to use the application and to transcribe a short recording was reduced
by 20 %. The waveform viewer library was released under an open-source license.
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Kapitola 1
Úvod
Cieľom tejto práce je vytvorenie webového editoru anotácií, ktorý by nahradil editor pou-
živaný spoločnosťou ReplayWell1 v aplikácii SpokenData2. Pôvodný editor na obr. 1.1
umožňuje prehrávať nahrávku obsahujúcu audio stopu a hovorené slovo prepisovať do ča-
sovo synchronizovaného textu - anotácií. Editor zobrazuje anotácie v podobe zoznamu, na
prvý pohľad tak nie je jasný časový vzťah medzi audio nahrávkou a prepisovaným textom.
Zlepšenie systému predstavuje zobrazenie priebehu signálu audia (ďalej ako waveform)
s vyznačenými segmentmi pre anotácie. Waveform má pomôcť pri orientácii v nahrávke
rozlíšením pasáží so zvukom od ticha a tým zľahčí nastavovanie správneho časovania anotá-
cií. Obrázok 1.1 vystihuje podstatu nového editoru. Audio stopy sú orientované vertikálne,
pričom prepisovaný text je zobrazený priamo pri vyznačených anotáciách.
Mojou motiváciou pre tento projekt je rozšírenie vedomostí a skúseností s jazykom
JavaScript. JavaScript považujem za perspektívny, pretože je rozšírený, široko podporovaný
na rôznych zariadeniach a jeho využitie stále narastá. Za zaujímavú oblasť považujem aj
nástroje pre automatizáciu pri vývoji rozsiahlych webových aplikácii, ktoré bežia na strane
klienta.
1http://www.replaywell.com/
2http://spokendata.com/
Obrázok 1.1: Pôvodný editor
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Obrázok 1.2: Editor so zobrazením audia
1.1 Rozdelenie dokumentu
Kapitoly 2 a 3 tvoria popis návrhu a implementácie knižnice pre zobrazovanie waveformu,
ktorá bola pre tento projekt vyvinutá. Knižnica je schopná analyzovať mediálny súbor a na
webstránke zobraziť waveform.
V kapitole 4 sa venujem vytvoreniu samotného editoru anotácií, ktorý túto knižnicu
používa. Súčasťou tejto kapitoly je tiež používateľský test rozhrania editoru.
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Kapitola 2
Návrh knižnice Outwave.js
Knižnicu pre zobrazovanie audia som nazval Outwave.js. Takýto názov, namiesto technic-
kého výrazu, som zvolil pre ľahšie zapamätanie. Mojím zámerom bolo totiž po dokončení
knižnicu uvoľniť ako otvorený software.
Prvá časť sa zaoberá hľadaním rôznych možností a analýzou uskutočniteľnosti. Pokra-
čovanie tvorí popis a rozpracovanie riešenia, ktoré som považoval za najvhodnejšie.
2.1 Požiadavky
Anotácie sa často vytvárajú pre prednášky a iné dlho trvajúce nahrávky - riešenie preto
musí zvládnuť zobrazenie audia pre súbory, ktoré majú 1 hodinu a viac1. Editor by mal
tiež podporovať priblíženie a vzdialenie (zoom) waveformu bez toho, aby dochádzalo k vý-
raznému spomaleniu.
Vzhľadom na to, že sa jedná o webové riešenie, je treba zamerať pozornosť na rôzno-
rodosť podpory technológií v prehliadačoch a optimalizáciu veľkosti prenášaných údajov.
Zobrazenie waveformu tiež musí byť čo najoptimálnejšie, aby neovplyvňovalo ostatné ovlá-
dacie prvky na stránke a nezhoršovalo tým odozvu graﬁckého rozhrania.
2.2 Hotové riešenia
2.2.1 wavesurfer.js
Wavesurfer2 je knižnicou pre vizualizáciu audia, ktorá používa Web Audio API a HTML5
Canvas.
Má nasledujúce nedostatky:
• Chýba podpora pre zmenu priblíženia
• Do prehliadača sa sťahuje celý súbor, dekódovanie trvá dlho
• Dlhotrvajúce jednorazové vykreslenie po dekódovaní
• Celá dĺžka signálu je vykreslená - nevhodné pre dlhé nahrávky
Navyše v Chrome 31 pri načítaní 2 hodinového ogg súboru nepravidelne dochádza k pádu
prehliadača.
1Doporučenie od vedúceho - testovať na súbore dĺžky 1 hodina.
2Wavesurfer http://wavesurfer.fm/
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2.2.2 Peaks.js
Peaks.js3 je sofvérovým balíkom od spoločnosti BBC, ktorý zobrazuje audio signál bez pou-
žitia Web Audio API. Balík bol zverejnený až po začatí práce na tomto projekte, tým pádom
z neho nebolo možné čerpať počas výskumu dostupných riešení a technologií. V niektorých
ohľadoch sa podobá môjmu riešeniu, v neskorších fázach vývoja som sa niektorými prvkami
inšpiroval.
2.3 Dostupné technológie
Žiadne z hotových riešení nevyhovuje požiadavkám, preto som sa rozhodol pre vlastné
riešenie, v ktorom som sa snažil tieto problémy obísť.
Nevýhodou aplikácií bežiacich v prehliadači je fakt, že existuje obmedzené množstvo
knižníc a nástrojov pre prácu s médiami. Bolo by tiež vhodné použitie vstavaných funkcíí
prehliadačov, bez nutnosti nainštalovaného doplnku. To prináša ďaľší problém - treba nájsť
štandardné API podporované čo najširšou skupinou prehliadačov.
Aplikácia musí riešiť 2 problémy: získať vzorky z audio stopy mediálneho súboru a vy-
kresliť ich na obrazovku.
2.3.1 Audio Data API
Audio Data API rozširuje elementy <audio> a <video> a pridáva funkcie pre priamy
prístup k vzorkám audia.
Toto rozšírenie, funkčné len v prehliadači Firefox, je už zastarané a nahradené za tech-
nológiu Web Audio API, štandardizovanou organizáciou W3C.
2.3.2 Web Audio API4
Toto API s modulárnou architektúrou umožňuje prehrávanie, vytváranie, manipuláciu a ana-
lýzu audio nahrávok v prehliadači. Má široké možnosti použitia a je podporované väčsinou
moderných prehliadačov: Chrome 14, Firefox 23, Opera 9, Safari 6. Podpora pre Internet
Explorer zatiaľ chýba.
Jedinou nepríjemnosťou je rôznorodá podpora formátov, takže by vstupný súbor musel
byť kódovaný v aspoň 2 formátoch. Tabuľka 2.1 popisuje podporu prehliadačov5 pri použití
formátov MP3 a OGG Vorbis, ktoré pokryjú všetky dôležité desktopové prehliadače.
Formát Chrome Firefox Internet Explorer Opera Safari
OGG Vorbis Áno 3.5 Nie 10.50 3.1 (doplnok)
MP3 Áno Niektoré platformy 9 Nie 3.1
Tabuľka 2.1: Podpora formátov MP3 a OGG Vorbis v prehliadačoch
3JavaScript UI component for interacting with waveforms http://github.com/bbcrd/peaks.js
4Mozilla Developer Network: Web Audio API http://developer.mozilla.org/en-US/docs/Web_Audio_API
5Mozilla Developer Network: Media formats supported by the HTML audio and video elements
http://developer.mozilla.org/en-US/docs/HTML/Supported_media_formats
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2.3.3 HTML5 Canvas
Canvas[2] je element, ktorý reprezentuje graﬁcké plátno, do ktorého je možné kresliť po-
mocou JavaScriptu. Podpora tohto elemntu sa prvýkrát objavila v prehliadači Safari 1.3
spoločnosti Apple. Neskôr bol štandardizovaný špeciﬁkáciou značkovacieho jazyka HTML5.
Z pohľadu zobrazovania audia je dôležité hlavne API pre 2D operácie, ktoré je vhodné
pre vykreslenie priebehu audio signálu. Canvas obsahuje vlastnú graﬁckú pamäť, takže aj
v prípade prekrytia alebo rolovania mimo obrazovku zostane obsah zachovaný, a nie je
potrebné ho obnoviť.
Chrome Firefox Internet Explorer Opera Safari
1.0 1.5 9.0 9.0 2.0
Tabuľka 2.2: Podpora <canvas> prehliadačmi
2.4 Možnosti prenosu audia do prehliadača
Zo zadania a dostupných nástrojov vyplývajú 3 možné varianty riešenia. Varianty sú zo-
radené podľa optimálnosti a zložitosti implementácie. Prvé riešenie by bolo najlepšie, po-
sledné, rezervné riešenie má najmenšie nároky na funkcie prehliadača a preto bude spoľahlivo
uskutočniteľné.
2.4.1 Variant 1 - Web Audio API
Ako priamočiare riešenie sa javí použitie Web Audio API pre dekódovanie audia a vykres-
lenie priebehu do elementu <canvas>.
Web Audio API podporuje 2 typy prístupu k dátam:
1. Analýza práve prehrávaného audia v elemente <audio> alebo <video>
2. Dekódovanie celého súboru na vzorky bez kompresie(PCM)
Analýza prehrávaného audia pomocou AnalyzerNode
Do pipeline smerujúceho z <audio> elementu do výstupu (AudioDestinationNode) je
možné vložiť uzol AnalyserNode, ktorý sprístupňuje vzorky práve prehrávaneho audia.
Vzorky by sa potom dali využiť pre zobrazenie signálu už prehratej časti, ale takýmto
spôsobom nie je možné získať ěste neprehraný signál. Uzly AnalyserNode sú vhodné hlavne
pre vizualizácie v reálnom čase.
Dekódovanie do PCM
Použitím metódy DecodeAudioData sa môže audio súbor dekódovať do objektu typu AudioBuffer,
ktorý obaľuje v pamäti uložené vzorky. AudioBuﬀer potom k nim umožňuje prístup. Poďla
W3C dokumentácie sa vzorky ukladajú ako IEEE 32-bit linear PCM. Nevýhodou dekódo-
vania celej nahrávky je jeho trvanie - graﬁcké rozhranie by bolo použiteľné až po celom
dekódovaní a používateľ by naň musel počkať.
Ďalším problémom je uloženie nekomprimovaného audia v pamäti, napríklad pre 1 hodi-
nové audio s 2-mi kanálmi a postačujúcou vzorkovacou frekvenciou 1kHz6 sa musí v pamäti
6Pre zobrazenie signálu postačuje
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rezervovať 28 125 KB. Downsampling na 1kHz by tiež pridal potrebu predspracovania na
serveri. Pri použití bežnej vzorkovacej frekvencie 44 100 kHz potrebná pamäť narastie na
1,18 GB. Počas dekódovania musí byť v pamäti uložený navyše aj pôvodný audio súbor.
Už spomínaný wavesurfer.js používa práve túto metódu prístupu k vzorkom. Veľké ná-
roky na pamäť môžu preto byť dôvodom pádu prehliadača pri pokuse načítať dlhé (1h
a viac) súbory.
Podľa návrhuWeb Audio API[5] sa očakáva, že nahrávka dekódovaná cez DecodeAudioData
bude typicky kratšia ako 1 minúta. Pre dlhé nahrávky sa odporúča streamovanie cez
<audio> element.
Záver
Z dôvodu veľkej pamäťovej náročnosti a trvania sťahovania a dekódovania audia nepova-
žujem Web Audio API za vhodný nástroj pre aplikáciu, ktorá má akceptovať dlhé zvukové
nahrávky.
2.4.2 Variant 2 - Preprocessing a použitie elementu <canvas>
Ak nie je vhodné zdrojový súbor prenášať do prehliadača a spracovávať ho dostupnými ná-
strojmi, je nutné vzorky audia uložiť v nejakom jednoduchšom formáte, ktorý by obsahoval
len nevyhnutné údaje. Zdrojový mediálny súbor by sa načítal a analyzoval na strane ser-
veru, výsledkom čoho by bol pomocný súbor obsahujúci vzorky pre vykreslenie. Pre zápis
anotácií nie je potrebné zobrazovať jednotlivé vzorky zdrojového súboru, preto by sa počas
preprocessingu do súboru ukladali súhrnné informácie o sekvenciách vzorkov. Jednalo by
sa o určitú formu znižovania vzorkovacej frekvencie - downsamplingu. Pomocný súbor by
sa potom prenášal do prehliadača, spracoval pomocou JavaScriptu a vykreslil do elementu
<canvas>. Úrovne priblíženia by boli riešené tiež až softvérom na strane prehliadača.
2.4.3 Variant 3 - Renderovanie priebehu signálu na strane serveru
Poslednou možnosťou by bolo na strane serveru vyrenderovať signál priamo do obrázkov,
pre rôzne, vopred určené úrovne priblíženia.
V prehliadači by sa potom obrázky zobrazovali vedľa seba v elemente s posuvníkmi tak,
aby pokryli celú zobrazenú časť. V prípade posunu by sa potom podľa potreby načítali
ďalšie. Podobné riešenie používajú rôzne knižnice pre zobrazovanie bitmapových interak-
tívnych máp, napríklad Leaﬂet7. Rozdielom by bol len fakt, že pre zobrazenie audio signálu
stačí signál segmentovať len v jednom rozmere.
Výhodou toho riešenia je plná podpora prehliadačov, nevýhodami sú nutnosť rendero-
vania priebehu signálu na strane serveru a potrebný diskový priestor pre uloženie obrázkov.
Hotové obrázky by mohli tiež predstavovať problém pri prípadnej požiadavke zmeny vzhľadu
waveformu.
2.4.4 Zvolený variant
Rozhodol som sa pre rozpracovanie variantu 2. Podpora elementu <canvas> je dostatočne
rozšírená, toto riešenie tiež prinesie menšie nároky na serverovú časť ako variant 3.
7Leaﬂet - a JavaScript library for mobile-friendly maps http://leafletjs.com/
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Obrázok 2.1: Downsampling pre waveform
2.5 Preprocessing
Web Audio API nie je vhodné pre tento projekt, preto je potrebné do prehliadača dodať už
spracované vzorky bez kompresie. Výsledkom predspracovania by mal byť pomocný súbor,
ktorý obsahuje potrebné dáta a je priamo zdieľateľný cez bežný HTTP server.
Prvým pokusom bolo vytvorenie preprocesoru v interpretovanom jazyku Python po-
mcou balíka NumPy. Z výkonnostných dôvodov som nakoniec od tohoto riešenia upus-
til a preprocesor naprogramoval v jazyku C, za pomoci knihy The Audio Programming
Book [1]. Kapitola 3.1 obsahuje podrobnejší popis preprocesoru a jeho implementácie.
2.5.1 Downsampling
Pre potreby editora nie je potrebné prenášať súbor s vysokou vzorkovacou frekvenciou, takže
preprocesor umožňuje downsampling. Obrázok 2.1 znázorňuje metódu redukcie počtu sním-
kov. Pre sekvenciu vzorkov sa vypočíta maximálna a minimálna hodnota, ktoré následne
tvoria jednu vzorku vo výslednom súbore.
Preprocesor umožňuje downsampling aj v prípade, že pôvodná vzorkovacia frekvencia
nie je násobkom výslednej. Koniec sekvencie, z ktorej sa tvorí vzorka, je zaokrúhlený nahor
a začiatok nadol. Hraničné vzorky pôvodného signálu potom prispievajú do 2 sekvencií na
každej strane. Tým je zachovaná vizuálna kontinuita signálu.
Rovnaký algoritmus pre znižovnie vzorkovacej frekvencie je použitý aj počas zobrazo-
vania - umožňuje zoom.
2.5.2 Formát pomocného súboru
Táto kapitola popisuje navrhnutý formát pomocného súboru, ktorý je výsledkom prepro-
cessingu.
Binárny alebo textový formát?
Hlavnou otázkou pri návrhu formátu bolo, či je možné v prehliadačoch spoľahlivo načítať
binárne súbory. Alternatívou by mohol byť napríklad textový formát JSON, ktorý umožňuje
priamo zapísať JavaScriptový objekt. Textový zápis by sa musel ale po načítaní znovu
analyzovať pre získanie dát, čo by prinieslo ďalšie oneskorenie prvého zobrazenia priebehu
signálu. Textový zápis je tiež objemnejší.
Pre prenos súboru je možné použiť technológiu AJAX, presnejšie API XMLHttpRequest,
ktorá umožnuje odosielať asynchrónne HTTP požiadavky. Problémom je ale fakt, že AJAX
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v predvolenom nastavení pracuje s prijatou HTTP odpoveďou ako s textom, pričom prehlia-
dač očakáva, že kódovanie prijatého reťazca bude uvedené v HTTP hlavičke Content-Type.
V prípade, že hlavičku HTTP odpoveď neobsahuje, predpokladá sa, že súbor používa pred-
volené kódovanie prehliadača8. Reťazec sa potom konvertuje do internej reprezentácie Ja-
vaScriptu. Je preto potrebné prinútiť prehliadač, aby konverziu nevykonával.
Typed Arrays Typované polia boli vytvorené ako riešenie pre narastajúcu potrebu
spracovania binárnych dát. Ich hlavným použitím sú multimédiá a sieťové prenosy cez
WebSockets. Toto rozšírenie, pomocou objektu DataView umožňuje čítanie a zápis rôznych
dátových typov z dát uložených v objekte typu ArrayBuffer, kde ArrayBuffer reprezen-
tuje súvislý blok pamäti. Pomocou tohoto API by teda bolo možné spracovať binárny súbor
a získať vzorky audio signálu.
Výhodou typovaných polí je fakt, že do API XMLHttpRequest bola pridaná možnosť
získať odpoveď v podobe objektu ArrayBuffer, ktorý potom obsahuje nespracované telo
HTTP odpovede. Použitím typovaných polí sa teda vyrieši aj problém s konverziou kódo-
vania.
Internet Explorer 9 Podpora pre typované polia je dostupná pre všetky moderné prehli-
adače, Internet explorer ich podporuje od verzie 10[3]. Pre podporu v IE 9 je možné použiť
otvorenú knižnicu jDataView9, ktorá DataView rozširuje a pridáva podporu pre staršie
prehliadače.
Záver Vďaka typovaným poliam je možné v prehliadači efektívne načítať a spracovať
binárne dáta, preto navrhovaný formát nemusí byť textový.
Zápis vzoriek
Pre potreby zobrazenia signálu nie je potrebná vysoká presnosť, preto som kvôli zmenše-
niu veľkosti súboru zvolil uloženie 8, alebo 16-bitových vzoriek. Ak súbor obsahuje viacero
kanálov, sú uložené prekladane, čo umožňuje vytvoriť súbor jedným sekvenčnýcm priecho-
dom.
Úrovne priblíženia
Úroveň priblíženia je číslom, ktoré označuje koľko vzoriek sa má redukovať na jednu zobra-
zenú. Je podielom pôvodnej a výslednej vzorkovacej frekvencie. Úroveň priblíženia 1 teda
označuje priame zobrazenie vzoriek, bez downsamplingu. Čím je úroveň priblíženia vyššia,
tým väčší úsek signálu sa zobrazuje.
Po vytvorení prototypu vyšlo najavo, že rýchlosť zobrazovania pri vyšších úrovniach
priblíženia značne klesá. Riešenie problému som prebral z projektu Peaks.js (kap. 2.2.2).
Spočíva v predpočítaní súhrnov pre určitý počet vzoriek(vrámci jedného kanálu) a uložením
súhrnov do pomocného súboru. Editor potom pri zobrazovaní prebehu signálu s vysokým
priblížením môže využiť predpočítané súhrny a nemusí pristupovať ku všetkým vzorkám.
8Predvolené kódovanie je nepredvídateľné. Vo väčšine prehliadačov je dokonca nastaviteľné používateľom
9https://github.com/jDataView/jDataView
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Verzia 1B Počet kanálov 1B
Veľkosť vzorky 1B[B]
1
Vzorkovacia frekvencia 4B
Kanál 0: Minimum Maximum1/2B 1/2B
Kanál N: Minimum Maximum1/2B 1/2B
Kanál 0: Minimum Maximum1/2B 1/2B
Kanál N: Minimum Maximum1/2B 1/2B
. .
.
. . .
. . .
Obrázok 2.2: Pomocný súbor, verzia 1
Výsledný formát súboru
Po zvážení všetkých požiadaviek a možností som navrhol výsledný formát pomocného sú-
boru (obrázok 2.5.2). Dôležitou vlastnosťou je priame použitie pri vykresľovaní waveformu
hneď po stiahnutí do prehliadača, bez nutnosti ešte ďalšieho spracovania. Podporuje 8
a 16 bitové vzorky a obsahuje všetky potrebné informácie pre zobrazenie priebehu signálu
bez potreby nastavovania editoru pri použití rôznych variant. Hlavička súboru neobsahuje
počet vzoriek, dĺžka nahrávky je vypočítaná z dĺžky samotného súboru. Zvyšok súboru
tvoria vzorky typu maximum a minimum. V prípade použitia viacbajtovej reprezentácie
vzoriek sa hodnoty ukladajú ako big-endian. Kanály audia sú uložené prekladane, kde n-té
vzorky zo všetkých kanálov sú uložené vedľa seba. Dáta sú pre jednoduchosť uložené bez
kompresie. Pri prenose do prehliadača je prípadne možné použiť kompresiu obsahu HTTP
odpovede.
Verzia 2 pomocných súborov (obrázok 2.5.2) bola vytvorená z dôvodu pridania opti-
malizácie predpočítanými súhrnmi. Súhrny boli vložené vždy za poslednú vzorku úseku,
z ktorého boli vypočítané. Na koniec súboru sa tiež vkladá záznam o počte vzoriek, pretože
výpočet z dĺžky súboru by už nebol jednoznačný.
2.6 Graﬁcké rozhranie
Základný princíp vykreslenia audia s použitím elementu <canvas> je nasledujúci: pre
každý pixel na vodorovnej osi je získaný rozsah vzorky - minimum a maximum, pričom
tento rozsah je graﬁcky reprezentovaný ako vertikálna úsečka. Rôzne úrovne priblíženia sú
ošetrené výpočtom súhrnov vzoriek ako v kapitole 2.5.1.
Kľúčovou požiadavkou je podpora a čo najefektívnejšie zobrazenie dlhých nahrávok.
Pokiaľ sa celý priebeh signálu nevmestí do vymedzenej plochy pre editor, zobrazuje sa len
jeho časť. Obr. 2.4 znázorňuje celú nahrávku a zobrazovanú časť. Okno, v ktorej sa zobrazuje
výrez väčšej plochy sa nazýva viewport.
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Verzia 1B Počet kanálov 1B
Veľkosť vzorky 1B[B]
2
Vzorkovacia frekvencia 4B
Súhrn 1 1B Súhrn 2 1B[B] [B]
Počet vzoriek 4B
Súhrnná vzorka 1
Súhrnná vzorka 1
Súhrnná vzorka 2
... vzorky min + max ...
... vzorky min + max ...
... vzorky min + max ...
Obrázok 2.3: Pomocný súbor, verzia 2
Obrázok 2.4: Viewport
Jednou z možností by bolo použitie jedného elementu <canvas>, do ktorého by sa
vykreslila požadovaná časť. Pri posune na iné časti by sa potom celá plocha elementu
musela aktualizovať. Zvolil som preto inú metódu, pomocou ktorej sa toto prekresľovanie
minimalizuje.
2.6.1 Viewport
Riešením je maximálne využitie funkcionality prehliadača pomocou CSS poziciovania, ktoré
je v moderných prehliadačoch dôkladne optimalizované. Kompozícia HTML elementov
môže byť v závislosti na platforme dokonca akcelerovaná pomocu GPU. Poziciovanie umožňuje
to, že obsah elementu može pokrývať vačšiu plochu, akú rozmery elementu umožnujú,
pričom presahujúce časti nie sú zobrazené. Ide teda o viewport. Základom je použitie CSS
vlastnosti overflow: auto, ktorá zaručí, že v prípade keď obsah elementu je vačší ako sa-
motný element, automaticky sa zobrazia posuvníky a používateľ ich môže použiť na preh-
liadanie obsahu. Ukážka kódu 2.1 obsahuje základ pre túto konﬁguráciu.
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1 <style>
2 .viewport{
3 width: 600px;
4 height: 200px;
5 overflow: auto;
6 }
7
8 .container{
9 width: 1200 px;
10 height: 100%;
11
12 /* elementy s~position: absolute budú pozicované
13 relatívne od tohto elementu */
14 position: relative;
15 }
16
17 .segment{
18 width: 200px;
19 height: 100%;
20 position: absolute;
21 left: 800px; /* 5. segment */
22 }
23 </style>
24
25 <div class="viewport">
26 <div class="container">
27 <div class="segment">
28 </div>
29 </div>
30 </div>
Ukážka kódu 2.1: Viewport pomocou HTML a CSS
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Obrázok 2.5: Segmentácia zobrazovaného signálu
2.6.2 Segmentácia
Vytvorenie viewportu ale nerieši problém vykreslenia len tých častí, ktoré sú práve zob-
razované. Preto som priebeh signálu rozdelil na segmenty. Javascript umožnuje sledovať
pozíciu natívnych posuvníkov a reagovať na zmeny posunu. Program tedá má informáciu
o tom, ktorá časť je práve zobrazená. Vykresľovanie môže prebiehať takým spôsobom, že sa
udržujú vykreslené len tie segmenty, ktoré sú práve viditeľné cez viewport. Touto technikou
sa dá využiť graﬁcký kompozitor prehliadača, ale nie je potrebné udržiavať v pamäti celú
vykreslenú nahrávku. Segmentáciu opisuje obrázok 2.5.
Doplňujúcim zlepšením je vykresľovanie väčšej časti, ako je nevyhnutne potrebné. Pri
krátkych posunoch sú potom segmenty už pripravené a nedochádza k oneskoreniu. Elementy
canvas je tiež možné recyklovať, tým sa predíde neustálemu alokovaniu a uvoľňovaniu gra-
ﬁckej pamäte.
1 var handler = function(evt){
2 // aktualizacia segmentov
3 };
4
5 var debounceTimer = null;
6
7 $("#viewport").scroll(function(evt){
8 if(debounceTimer !== null){
9 clearTimeout(debounceTimer);
10 }
11 debounceTimer = setTimeout(function (){ handler(evt); }, 40); // 40 ms
12 });
Ukážka kódu 2.2: Debouncing udalosti onscroll, s využitím jQuery
Z dôvodu kombinácie veľmi častého vyvolania udalosti posunu posuvníka a náročnosti
obslužnej rutiny ktorá spôsobovala trhaný pohyb, som na udalosť aplikoval debouncing
(ukážka kódu 2.2). Aktualizácia segmentov sa vykoná len po skončení posunu, tj po urči-
tom čase od poslednej udalosti. Nevýhodou je oneskorenie vykreslenia, takéto riešenie však
odstráni výpočtovú záťaž pri skrolovaní a tým pádom zabezpečí plynulosť graﬁckého roz-
hrania.
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2.6.3 Optimalizácia vykresľovania waveformu
Vykresľovanie signálu do elementu <canvas> je náročné a v závislosti od nastavených štý-
lov môže trvať dostatočnú dobu na to, aby došlo k zablokovaniu prehliadača na poznateľný
čas. Najkritickejšia aktivita používateľa je skrolovanie, počas ktorého môže dochádzať k čas-
tému prekresleniu, ale zároveň musí zostať zachovaná rýchla odozva na úkony používateľa.
Implementácia JavaScriptu v prehliadačoch je postavená na asynchrónnom (event-driven)
modeli, kde programový kód je vykonávaný ako reakcia na nejakú udalosť. Medzi tieto
udalosti patrí aj požiadavka na prekreslenie graﬁckého rozhrania, pričom všetky udalosti
spracováva jedno vlákno. To znamená, že počas dlhých operácií stránka nereaguje na žiadnu
aktivitu používateľa pretože ďalšie udalosti sa ukladajú do fronty a spracujú až potom, ako
skončí obsluha predchádzajúcej. Tým pádom jeden neoptimalizovaný komponent stránky
ovplyvní aj ostatné.
Existuje rozšírenie Web Workers, ktoré vytvára vlákna pre prácu na pozadí, jeho problé-
mom je ale to, že komunikácia s hlavným vláknom musí prebiehať formou správ a vlákna
na pozadí nemajú prístup do DOM10. To znamená, že z vlákna na pozadí nie je možné
priamo vykonávať operácie nad elementom <canvas>. Vykresľovanie teda musí prebiehať
v hlavnom vlákne.
Plánovanie udalostí pomocou funkcie setTimeout
Riešením problému je nevykonávať vykreslenie celého waveformu naraz, ale implementovať
rutinu pre rendering tak, aby bola pozastaviteľná. Vykresľavanie a spracovanie ostatných
udalosti je takto možné prekladať. Rendering prebieha po obmedzenú dobu, po ktorej sa
pozastaví a vráti obsluhu prehliadaču, ktorý spracuje prípadné nové udalosti. Po spracovaní
udalostí sa ďalej pokračuje vykresľovaním, ktoré môže byť znovu pozastavené. Jedná sa teda
o určitú formu kooperatívneho multitaskingu.
Pokračovanie renderingu po prerušení umožňuje funkcia setTimeout(func, delay),
ktorá slúži na naplánovanie vyvolania udalosti po určitom čase. Pri nastavení oneskorenia
na 0 sa udalosť vyvolá ihneď11 po spracovaní predchádzajúcich udalostí vo fronte.
Použitím prekladaného vykonávania sa síce čas potrebný pre celkové vykreslenie predĺži,
reakcie graﬁckého rozhrania však zostanú zachované.
2.7 Anotácie
Pre editor je dôležité znázornenie anotácií priamo nad audiom, preto Outwave.js obsahuje
podporu zvýrazňovania časových úsekov. Úsekom sa chápe segment audia, s deﬁnovaným
začiatkom a koncom. Úseky sa nemôžu prekrývať.
Časové úseky je možné vytvárať dvoma spôsobmi: oddelene a súvisle. Jednoduchšou
variantou sú oddelené úseky, ktoré začiatok a koniec nemajú obmedzené okrem ošetre-
nia prekrytia. Môžu slúžiť na zvýraznenie anotácii v existujúcom editore, ktorý pracuje
podobne. Súvislý mód naopak znamená to, že úseky sa musia na hraniciach dotýkať, tj.
nemôžu medzi nimi byť medzery. Tento mód je použitý vo výslednom editore, kde prázdne
10Document Object Model, objektový model dokumentu - datová štruktúra, ktorá reprezentuje strom
HTML uzlov
11Pokiaľ sa setTimeout volá cyklicky, môže byť aplikované určité oneskorenie, viď. http://www.w3.org/
TR/html5/webappapis.html#timers
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Ovládacie prvky
Segmenty
Viewport
Označenie anotácie
Obrázok 2.6: Vrstvy
úseky sú reprezentované anotáciami bez textu. Počas práce s editorom sa využívajú nasle-
dujúce operácie: rozdelenie úseku v určitom bode, spojenie úsekov do jedného a odstránenie
úseku. Pri všetkých akciách sú zachované obmedzenia súvislého módu.
Na obrázku 2.6 je vidno konečné vrstvenie graﬁckej komponenty, s označením úsekov.
2.7.1 Drag and drop
Najefektívnejšou a najpohodlnejšou metódou nastavenia hraníc úsekov je použitie myši.
Začiatky a konce je preto možné presúvať metódou Drag and drop. Pre zviditeľnenie tejto
možnosti pre používateľa sa kurzor nad hranicami zmení na kurzor obojsmernej zmeny
veľkosti. V prípade, že používatel počas ťahania vyjde kurzozorm myši za hranice viewportu,
dochádza k automatickému skrolovaniu smerom od kurzora. Rýchlosť skrolovania je pritom
lineárne závislá od vzdialenosti kurzora k najbližšej hrane viewportu.
2.8 Správanie
Počas prehrávania je možné zobraziť kurzor - aktuálnu pozíciu a synchronizovať ho s ča-
som prehrávača. S tým súvisí aj automatické skrolovanie. Ak sa kurzor počas prehrávania
nachádza mimo viewport, obsah sa automaticky presunie tak, aby bol kurzor zobrazený.
Implementoval som 3 varianty automatického skrolovania. Prvou je plynulý posun, kedy
sa kurzor udržuje v strede viewportu. Ďalšou je skokový posun, keď kurzor prechádza cez
viewport od začiatku po koniec, po čom sa obsah presunie tak, aby bol kurzor znovu na za-
čiatku. Ďalší spôsob ku skokovému pridáva animáciu. Pre skokové posuny je možné nastaviť
percentuálnu hodnotu od konca vewportu, ktorá slúži ako prah pre vykonanie skoku.
V prípade že sa kurzor myši nachádza nad waveformom, automatické skrolovanie sa
nevykonáva, aby nedošlo k zmäteniu požívateľa a prípadným preklikom na inú pozíciu, akú
pôvodone zamýšlal.
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Obrázok 2.7: Graﬁcký komponent s ovládacími prvkami a vyznačenými úsekmi
2.8.1 Ovládacie prvky
Ako základné ovládacie prvky som zvolil nasledujúce tlačidlá, ktoré som umiestnil do ľaveho
horného rohu. Nachádzajú sa vo vrstve nad viewportom, takže zostávajú na mieste bez
ohľadu na pozíciu posuvníkov.
1. Tlačidlo pre priblíženie
2. Tlačidlo pre vzdialenie
3. 2-stavové tlačidlo pre zapnutie zmiešania všetkých kanálov do jedného
4. 2-stavové tlačidlo pre vypnutie automatického skrolovania
Na obr. 2.7 môžete vidieť konečnú podobu graﬁckého rozhrania.
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Kapitola 3
Implementácia
Táto časť sa zaoberá podrobnosťami implementácie, popisom použitých technológií, mož-
nosťami a obmedzeniami ktoré z nich vyplývajú. Zameriava sa tiež na opis prvkov, ktoré
priamo nesúvisia s funkčnosťou, ale zlepšujú udržiavateľnosť kódu a podieľajú sa tiež na
obtiažnosti použitia knižnice.
3.1 Preprocesor
Na základe odporučenia a ukážky základného použitia v knihe The Audio Programming
Book [1] som použil knižnicu libsndﬁle. Umožňuje prácu so základnými nekomprimovanými
formátmi audio súborov, čo pre použitie pre editor postačuje. Preprocesor som implemento-
val v jazyku C z dôvodu jednoduchosti a vysokému výkonu oproti interpretovaným jazykom.
Vstupom pre preprocesor je názov súboru obsahujúci audio pre spracovanie. Je tiež možné
dáta prijímať cez štadnardný vstup (Unix pipe). Výstup tvorí súbor obsahujúci zjednu-
šený popis priebehu signálu, vo formáte popísanom v kapitole 2.5.2. Využíva sa pritom
algoritmus zníženia vzorkovacej frekvencie, popisaný v kapitole 2.5.1.
Základnými parametrami programu sú požadovaná vzorkovacia frekvencia a veľkosť
vzorky (8 alebo 16 bitov).
3.1.1 Kompresia, multimediálne súbory
Načítanie dát zo štandardného vstupu bolo pridané z dôvodu, aby sa preprocesor dal použiť
s externým softvérom pre dekódovanie audia, napr. s balíkom FFmpeg1. To poskytuje ďalšiu
výhodu - spracovanie audia priamo z multimediálnych súborov, ktoré obsahujú aj video
stopy bez potreby vytvárania dočasného medzisúboru.
Pri použití FFmpeg sa však vyskytol jeden problém. Pokiaľ sa FFmpeg nastaví tak
aby jeho výstup nebol zapisovaný do súboru, ale smeroval do ďalšieho programu, v poli
pre celkový počet snímkov v hlavičke vygenerovaného súboru vracia 0. To je z dôvodu, že
dopredu nemusí byť známa dĺžka súboru. Unixové rúry na rozdiel od súborov nepodporujú
presuny pozície (seek), takže hlavičku v tomto prípade už nie je možne meniť potom, ako
bola odoslaná na štandardný výstup.
Preprocesor síce túto informáciu nepotrebuje, knižnica libsndﬁle sa tým ale riadi. V prí-
pade, že v hlavičke súboru načíta nulovú dĺžku, považuje vstup za prázdny súbor.
1FFmpeg http://www.ffmpeg.org/
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Medzi formátmi, ktoré podporuje FFmpeg zároveň s libsndﬁle sa nachádza jeden, kto-
rým je možné toto obmedzenie obísť. Jedná sa o formát Au2, ktorý je navrhnutý tak,
že celkový počet snímkov v hlavičke neobsahuje. Kód 3.1 obsahuje príkaz pre vytvorenie
pomocného súboru z akéhokoľvek súboru podporovaného balíkom FFmpeg bez potreby
vytvorenia pomocných súborov.
ffmpeg -i input.mp4 -acodec pcm_s16be -f au - | ./ outwave - output.wf
Ukážka kódu 3.1: Použitie FFmpeg pre dekódovanie audia
3.1.2 Zostavenie programu
Preprocesor obsahuje priložený Makeﬁle, takže je možné ho preložiť nástrojom make. Pre
jednoduchosť inštalácie som priložil aj knižnicu libsndﬁle, ktorá sa automaticky preloží
a staticky nalinkuje k preprocesoru. Nie je potom potrebné zvlášť libsndﬁle inštalovať do
systému a na preklad tiež vystačia práva bežného používateľa.
3.2 Graﬁcký komponent
Táto kapitola sa venuje implementácií webovej časti knižnice Outwave.js.
3.2.1 JavaScript
JavaScript je interpretovaný jazyk, ktorý hlavné použitie našiel na klientskej časti webu.
Väčšina moderných webstránok ho používa a široká podpora - na dekstopoch, hracích kon-
zolách a mobilných zariadeniach ho učinila najdostupnejším programovacím jazykom. Po-
stupne sa vyvíjajú aj nové smery využitia JavaScriptu. Jedným z nich je projekt node.js,
ktorý preniesol JavaScript na stranu servera a taktiež z neho vytvoril univerzálny jazyk pre
tvorbu konzolových aplikácií. Node.js umožňuje beh mimo prostredia webového prehliadača
a poskytuje vlastné API pre rôzne vstupno-výstupné operácie.
Z hľadiska samotného jazyka[2], je JavaScript funkcionálnym jazykom s podporou pre
prototypovo orientované objektové programovanie. Je to dynamicky typovaný jazyk, kde
všetky štruktúry jazyka predstavujú platnú hodnotu premennej. Funkcie a premenné teda
nie sú oddelené, pretože funkcie sú deﬁnované priamo ako hodnoty premenných.
Orientácia na prototypy, a nie triedy znamená, že žiadne objekty nemusia mať vopred
deﬁnovanú štruktúru. Objekty je možné za behu vytvárať a pridávať im metódy a premenné,
alebo ich inak upravovať. Základom objektu v JavaScripte je datová štruktúra slovník,
kde kľúče predstavujú názvy premenných. Polymorﬁzmus triedne orientovaných jazykov
nahradzuje Duck-typing, spôsob dynamického typovania, kde objekt charakterizujú jeho
metódy, a nie implementácia vopred určeného rozhrania.
Existuje niekoľko spôsobov, ako vytvárať objekty, v tomto projekte som použil konštruk-
tory. Konštruktory sú obyčajné funkcie, ktoré objekt zadeﬁnujú a inicializujú. Pri vytváraní
objektu je ale potrebné pred názvom funkcie použiť kľúčové slovo new.
2Au ﬁle format http://en.wikipedia.org/wiki/Au_file_format
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3.2.2 jQuery
Ako základ projektu som použil knižnicu jQuery, ktorá výrazne zefektívnila a zjednodušila
operácie s HTML elementmi a štýlmi.
jQuery poskytuje univerzálnu abstrahujúcu vrstvu pre bežné skriptovacie potreby na
webe. Je teda vhodná a využiteľná v takmer všetkých typoch aplikácií. Rozšíriteľná stavba
umožňuje pridávanie nových vlastností a funkcionality doplnkami tretích strán.
Medzi úlohy, ktoré jQuery zastáva v tomto projekte patrí:
1. Prechody stromom HTML elementov a vyhľadávanie elemntov na základe kritérií ako
typ, trieda, atribúty pomocou zápisu obdobnému CSS selektorom
2. Vytváranie a zmena HTML elementov
3. Získanie a zmena CSS atribútov elementov
4. Deﬁnícia obslužných rutín pre rôzne udalosti, najčastejšie vyvolané používateľom
5. Animácia CSS vlastností
3.2.3 Organizácia programového kódu
Kedže sa jedná o rozsiahlejší projekt, je veľmi žiaduce ho rozdeliť na viaceré časti, ideálne
aj do viacerých súborov. Bol teda potrebný systém, ktorý by umožnil v JavaScripte de-
ﬁnovat rôzne moduly a závislosti medzi nimi. Táto kapitola sa zaoberá krátkym popisom
rôznych spôsobov, ako to dosiahnuť. Ako zdroj poslúžil článok Patterns For Large-Scale
JavaScript [4].
Pre deﬁníciu modulov boli vyvinuté rôzne spôsoby a knižnice.
Objektová notácia, použitie globálnych názvov
Základným spôsobom deﬁníce modulu je objektová notácia, kde sa modul zadeﬁnuje pod
globálnym názvom.
1 myModule = {
2 doSomething: function(what){
3 dependencyModule.doThis ();
4 return dependencyModule.doThat(what);
5 },
6 sayHello: function (){
7 alert(’Hello ’);
8 }
9 };
Ukážka kódu 3.2: Deﬁnícia modulu bez použitia nástrojov
CommonJS
V tomto formáte zdieľanie rozhrania modulu prebieha priradením do špeciálnej premennej
exports, ktorá je pripravená pre každý modul zvlášť. Na získanie referencie na modul slúži
funkcia require, ktorú je možné použiť na získanie závislostí počas deﬁnície modulu. Modul
je identiﬁkovaný podľa súboru, v ktorom sa nachádza.
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Vďaka funkcii require je možné odkaz na modul uložiť do lokálnej premennej, čím
nedochádza k
”
znečisteniu“ objektu window, ktorý uchováva všetky globálne premenné.
Týmto spôsobom sa tiež vyhneme konﬂiktom názvov.
1 // ziskanie referencie na potrebny modul
2 var dependency = require(’./ needed-module.js ’);
3
4 exports = {
5 doSomething: function(what){
6 dependency.doThis ();
7 return dependency.doThat(what);
8 },
9 sayHello: function (){
10 alert("Hello!");
11 }
12 };
Ukážka kódu 3.3: CommonJS modul
AMD
AMD má všetky výhody formátu CommonJS. Na odovzdanie svojho rozhrania ale nepou-
žíva premennú exports, ale návratovú hodnotu funkcie v ktorej sa modul vytvára. Deﬁnícia
nového modulu prebieha pomocou funkcie deﬁne, ktorej argumentami sú názov modulu,
pole závislostí a funkcia, ktorá daný modul vytvorí. Závislosti sú predávané ako argumenty
tejto funkcie v rovnakom poradí, v akom sú v zozname závislostí.
1 define (["./ needed-module", function(dependency) {
2 // zavislost predana ako argument funkcie
3
4 return {
5 doSomething: function(what){
6 dependency.doThis ();
7 return dependency.doThat(what);
8 },
9 sayHello: function (){
10 alert(’Hello’);
11 }
12 };
13 });
Ukážka kódu 3.4: Modul AMD
RequireJS
RequireJS je najpoužívanejšou knižnicou, ktorá implementuje API AMD pre prehliadače.
Výhodou AMD oproti CommonJS je, že závislosti modulu sú známe už pred jeho vytvára-
ním, tým pádom je možné moduly do prehliadača prenášať asynchrónne - viacero modulov
naraz. Rozhodol som sa teda pre RequireJS a moduly deﬁnovať vo formáte AMD.
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Obrázok 3.1: Diagram konštruktorov
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3.2.4 Štruktúra aplikácie
Diagram na obrázku 3.2.4 vyjadruje objektovú štruktúru projektu.
Jadro komponentu (horná časť diagramu) je tvorené nasledujúcimi objektmi:
DataFile reprezentuje pomocný súbor, stará sa o stiahnutie súboru do pamäte prehlia-
dača a poskytuje informácie o nahrávke. Objekt tiež z dát dodáva jednotlivé vzorky vhodné
na vykreslenie. Ďalším jeho prvkom je algoritmus z kapitoly 2.5.1, čím rieši približovanie
a vzdialenie waveformu.
Segment vytvára elementy pre vykreslenie jedného segmentu waveformu a obsahuje
rutinu pre vykreslenie priebehu signálu do elementu <canvas>. Časové značky zobrazované
pod waveformom sú tiež vytvárané objektom Segment.
SegmentCollection vytvára a spravuje segmenty, riadi tiež zobrazenie a obnovovanie
segmentov na základe pozície posuvníkov.
Viewer je hlavným objektom komponentu, ktorý zastrešuje zobrazenie audia. Prijíma
DataFile, rodičovský HTML element a vytvára podelementy a objekty potrebné k zobra-
zeniu waveformu.
Druhú ucelenú súčasť tvorí funkcionalita týkajúca sa časových úsekov (spodná časť
diagramu).
3.2.5 Automatizačné nástroje
Pri vývoji som využil automatizačné nástroje, ktoré nahrádzajú úkony, ktoré by boli inak
veľmi zdĺhavé a tak poskytujú nové možnosti.
Browserify
Browserify je systém pre vytváranie balíkov JavaScriptového kódu. Výrazne sa tým zre-
dukuje počet HTTP dopytov, čo má za následok zrýchlenie načítania stránky. Zabalenie
celého projektu do jedného súboru tiež zjednodušuje inštaláciu.
Browserify nie je len nástrojom na spájanie súborov. Jeho sila spočíva v tom, že obsahuje
priamu podporu pre moduly zapísané v tvare AMD alebo CommonJS. Výstupom je súbor
v tzv. formáte UMD (Universal Module Deﬁnition). UMD je nezávislé na tom, aký softvér sa
používa pre načítavanie modulov. Pred deﬁnovaním modulu vykoná autodetekciu, a modul
deﬁnuje spôsobom, ktorý podporuje aktuálne prostredie. Ak sa žiaden nástroj pre načítanie
modulov nepoužije, UMD zverejní modul pod globálnou premennou. Je to teda výhodný
formát pre konečné zostavenie projektu.
YUIDoc
Okrem jednoduchého manuálu použitia Outwave.js som zdokumentoval samotný progra-
mový kód. Využil som pritom systém YUIDoc, ktorý pomocou špeciálnych značiek v ko-
mentároch generuje dokumentáciu API. Tento systém je nazávislý na programovacom ja-
zyku, čo príde vhod pri dokumentovaní rôznorodého systému, na druhej strane ale v kóde
dochádza k značnej duplikácii informácií, pretože všetky názvy a vlastnosti musia byť za-
písané tiež v komentároch. YUIDoc generuje sústavu HTML a JavaScriptových súborov,
takže výsledok je možné jednoducho preskúmať pomocou webového prehliadača.
Dokumentácia je dostupná na vloženom cd, viď príloha A.
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Grunt
Grunt je automatizačným nástrojom, ktorý dokáže vykonávať rôzne akcie, ktorým sa priradí
názov. Z hľadiska použitia je podobný nástroju make, rozdielom je ale fakt, že existuje
veľké množstvo hotových úloh, ktoré je možné stiahnuť a použiť. Nástroj je riadený jedným
konﬁguračným súborom, vo formáte JSON.
Grunt vo výsledku používam na spúšťanie YUIDoc a celkové zostavenie projektu do
stavu vhodného pre jednoduchú inštaláciu pomocou Browserify.
3.2.6 Konﬁgurovateľnosť
Pri implementácii som bral ohľad na čo najširšie možnosti konﬁgurácie, nastavenie prebieha
pomocou predania objektu s nastaveniami. Komponent obsahuje interne zadeﬁnované pred-
volené nastavenia, takže explicitne je potrebné nahradiť len tie, ktoré sa odlišujú. Medzi
základné voľby patrí výška komponentu, nastavenie počiatočného priblíženia a nastavenia
týkajúce sa automatického posunu.
Všetky dostupné nastavenia su popísané v dokumentácii knižnice, viď príloha A.
Vzhľad
Všetky graﬁcké prvky komponentu sú tvorené HTML elementmi, jedinou vynimkou je sa-
motný waveform, ktorý sa vykresľuje do elementu <audio>. Použitie elementov umožnuje
ﬂexibilné nastavenie vzhľadu pomocou CSS štýlov. Elementy majú vhodne nastavené triedy,
ktoré štýlovanie uľahčujú. Dôležitým nastavením je orientácia - Outwave.js dokáže zobraziť
waveform horizontálne aj vertikálne.
Komponent pri vytváraní elementov používa generátory - funkcie, ktoré na základe pa-
rametrov HTML element vytvoria a vrátia ho ako návratovú hodnotu. Pokiaľ by nastavenie
CSS štýlov nestačilo a je potrebné vytvoriť komplikovanejšiu štruktúru z HTML elementov,
tieto generátory je možné predeﬁnovať.
Nastavenie vzhľadu prebieha cez člen style, ktorý je súčasťou nastavení komponentu.
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Kapitola 4
Editor anotácií
Výsledný editor anotácií (obr. 4.1) kombinuje zobrazenie audia s existujúcim rozhraním
v aplikácii SpokenData. Prepísaný text sa zobrazuje vedľa audia, pričom anotácie sú zvý-
raznené priamo nad waveformom. Pozícia textu anotácií je synchronizovaná s označením
na waveforme, je tak jasne vyjadrený vzťah medzi prepisom a audiom. Pri skrolovaní a pri-
bližovaní tvoria waveform a prepis jeden celok, čo znamená že dostupný priestor pre text
anotácie na obrazovke sa môže meniť. Rozhranie sa tomu prispôsobuje skrývaním a odo-
krývaním nepodstatných ovládacích prvkov.
Pri vývoji som sa sústredil na ergonómiu použitia a rýchlosť odozvy rozhrania. Za
dôležitú vlastnosť považujem to, že editor je možné používať aj bez klávesových skratiek.
Noví používatelia nemajú tendenciu používať klávesové skratky, kým sa s aplikáciou lepšie
nezoznámia.
Základné klávesové skratky a niektoré prvky používateľského rozhrania boli prevzaté
z pôvodnej aplikácie. Podobné rozhranie a rovnaké klávesové skratky zmierňujú obtiažnosť
prechodu z existujúceho systému na nový. K pôvodným skratkám boli pridané tie, ktoré
sa týkajú nového rozhrania, napr. približovanie a vzdialenie cez koliesko myši počas drža-
nia klávesy Alt 1 a vytvorenie novej hranice anotácií na mieste kurzora myši pri kliknutí
s podržanou klávesou Shift .
Knižnicu Outwave.js som vyvíjal zároveň s editorom tak, aby sa v ňom dala vhodne
použiť. Pre vyznačenie anotácii je v editore použitá podpora pre časové úseky. Editor vy-
užíva súvislý mód časových úsekov, medzi úsekmi sa teda nemôžu vyskytovať medzery.
Úseky bez hovoreného slova sú potom reprezentované prázdnymi anotáciami.
Pred samotným prepisom je nutné do editoru dodať zdrojový súbor nahratím z počítača
alebo prebratím z URL. Prepis je možné uložiť priamo v editore a stiahnuť vo formáte
SubRip2.
4.1 Technológie
Použité technológie sú identické s tými použitými v pôvodnom systéme.
1Zoomovanie pomocou zaužívanej klávesy Ctrl v Google Chrome nie je možné odchytiť, pretože preh-
liadač pritom zoomuje celú stránku. V ostatných prehliadačoch je možné waveform približovať a vzdialiť aj
pomocou štandardného Ctrl
2SubRip, .srt http://en.wikipedia.org/wiki/SubRip
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Obrázok 4.1: Editor anotácí s použitou knižnicou Outwave.js pre zobrazenie waveformu
4.1.1 Server
Pre nahratie súboru, spúšťanie preprocesoru a export prepisu je potrebný softvér na strane
serveru. Rozhodnutie padlo na rozšírený jazyk PHP, ktorý poskytol rýchle riešenie pre
uvedené požiadavky.
4.1.2 Strana klienta
Ako základ je použitá univerzálna JavaScriptová knižnica jQuery, ktorá zjednodušuje a rieši
časté problémy vyskytujúce sa pri vývoji webových aplikácií.
Pre spracovanie klávesových skratiek som využil doplnok jquery.hotkeys3.
JW Player
Ako prehrávač médií bol použitý JW Player4, ktorý podľa dostupnosti technológii v preh-
liadači použije na prehrávanie buď HTML5 <video> alebo Flash.
JW Player poskytuje JavaScriptové API, čím umožňuje prehrávač plne ovládať z pro-
gramového kódu. Obsahuje tiež podporu pre nastavenie obslužných rutín pre rôzne udalosti.
Jednou z udalostí je zmena pozície (času) prehrávača, ktorá je použitá na aktualizovanie
pozície kurzora nad waveformom. Frekvencia vyvolania tejto udalosti je ale príliš malá na
to, aby sa kurzor pri vysokom priblížení pohyboval plynule. Z tohoto, a ďalších dôvodov
bude v nasledujúcom vývoji tento prehrávač pravdepodobne nahradený za iný.
3John Resig: jquery.hotkeys https://github.com/jeresig/jquery.hotkeys
4JW Player Online Video Player http://www.jwplayer.com/
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4.2 Používateľské testovanie
Táto kapitola sa venuje používateľskému testu rozhrania editoru anotácií. Test bol uskutoč-
nený formou dotazníka, kde úlohou účastníka bolo vytvoriť anotácie pre krátke, minútové
video. Zámerom používateľského testu bolo zistiť, ako rýchlo sa neodborník dokáže v roz-
hraní zorientovať a vytvoriť správny prepis.
4.2.1 Mouseﬂow
Mouseﬂow5 je služba umožňujúca analýzu návštev webstránky. Jej hlavným zameraním je
sledovanie kliknutí a polohy kurzoru myši. Taktiež dokáže zaznamenávať text zapísaný do
textových polí. Všetky tieto akcie používateľa priebežne zaznamenáva a dokáže ich potom
zreprodukovať v podobe nahrávky. Mouseﬂow teda podáva dôležité informácie o interakcii
používateľa s prvkami graﬁckého rozhrania.
Pre jednoduchšie stránky je Mouseﬂow vhodný, pri editore anotácií som však narazil
na problém. Počas prehrávania interakcie mouseﬂow zvyčajne zobrazuje samotnú stránku
a nad ňou sa pohybujúci kurzor. V prípade editoru anotácii sa však vyskytla chyba z dôvodu,
že nedošlo k načítaniu pomocného súboru pre waveform, a tým pádom sa nezobrazil ani
samotný editor. Pri prehrávaní interakcie sa všekty požiadavky typu AJAX presmerujú
cez servery Mouseﬂow. Namiesto pomocného súboru ale proxy odosiela prázdnu HTTP
odpoveď. Jedným z dôvodom môže byť veľkosť súboru.
Napriek nemožnosti použitia nahrávok z Mouseﬂow som pokračoval v používateľskom
teste, ktorý mal formu dotazníka.
4.2.2 Dotazník
Dotazník som rozdelil na 2 časti, ktoré tvorili porovnanie nového editoru s pôvodným sys-
témom. Prvá časť bola zameraná na prácu s novým editorom, v druhej časti som použil
službu CaptionsMaker. CaptionsMaker používa rovnaký editor ako SpokenData, rozhodol
som sa preň kvôli menšiemu počtu krokov potrebných pred samotným začatím anotácie.
Toto poradie, kde bol ako prvý hodnotený nový systém so zobrazením audia som zvolil
z toho dôvodu, aby nedošlo ku skresleniu výsledkov tým, že sa účastníci už zoznámili s pô-
vodným systémom, prípadne si zapamätali klávesové skratky. Existujúci editor mal z tohoto
hľadiska výhodu.
V oboch častiach mali účastníci za úlohu anotovať rovnaké 1-minútové video6. Dôraz sa
kládol na časovanie anotácii, nie na samotný text, čo bolo v dotazníku uvedené. Účastníci
si pomocou stopiek sami merali trvanie prepisu. Časom prepisu myslím dobu od prvého
zobrazenia aplikácie po dokončenie prepisu.
5Mouseﬂow http://mouseflow.com/
6Ako testovacie video bola použitá prednáška pána Rasťa Kulicha - Slovensko ako malé Silicon Valley
https://www.youtube.com/watch?v=WdV_sZU8nDE
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Spätnú väzbu tvorili odpovede na nasledujúce otázky:
1. Ako dlho vám trval prepis?
2. Obodujte jednoduchosť použitia od 1 do 5. 1 - komplikované a mätúce, 5 - jasné
a jednoduché
3. Vyskytli sa nejaké problémy počas prepisu? Ak áno, aké?
4. Prekážali vám určité prvky aplikácie? Ak áno, ktoré?
5. Ktoré klávesové skratky ste využili?
Plné znenie dotazníka môžete nájsť na vloženom CD (príloha A).
4.2.3 Výsledky
Testu sa zúčastnilo 13 ľudí. 7 z nich je z Fakulty Informačných Technologií, ktorých je
možné považovať za pokročilých v práci s počítačom.
Čas prepisu (mm:ss) Hodnotenie 1—5 (vyššie = lepšie)
Pôvodný editor 17:26 2.75
Editor s Outwave.js 11:05 3.61
Tabuľka 4.1: Priemerné hodnoty
Rozdiel rýchlosti prepisu medzi pôvodným editorom a editorom so zobrazenim audia bol
priemerne 20 %. Výsledok napriek nízkemu číslu považujem sa dostačujúci z toho dôvodu,
že pri prepise v editore CaptionsMaker už účastníci boli oboznámení s vytváraním anotácií
a prepisovali rovnakú nahrávku.
4.2.4 CaptionsMaker
Hlavným hláseným problémom bolo obtiažne nastavenie časovanie anotácií. Pokiaľ chceme
už vytvorenú anotáciu posunúť dopredu, je treba najprv upraviť čas konca predchádzajúcej.
Niektorí na to neprišli a buď nechali nesprávne časy alebo odstránili anotácie a začali
odznova.
Vyskytol sa tiež problém s klávesou Insert , ktorá na klávesniciach ﬁrmy Apple neexis-
tuje a preto jeden účastník nemohol použiť skratku Ctrl + Insert pre vytvorenie novej
anotácie.
4.2.5 Editor s Outwave.js
Najčastejsia sťažnost bola celková zmätenosť pri prvom pohľade na aplikáciu, keď používateľ
nevedel, ako má vlastne ten prepis vytvoriť. Myslím si, že dôvodom je použitie netradičných
ovladacích prvkov, vzhľadom na to, že sa jedná o webovú aplikáciu. Ako prioritné zlepšenie
som preto považoval vytvoriť nápovedu, ktorá by prvé použitie a zorientovanie uľahčila.
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Kedže sa jedná o webstránku, ktorá by mala byť jednoducho použiteľná pre kohokoľvek,
jasnosť rozhrania je dôležitá. Princíp vytvárania anotácií nie je natoľko zložitý, aby aplikácia
vyžadovala predbežné oboznámenie sa alebo prečítanie manuálu, takže požívateľovi treba
poskytnúť čo najviac informácií priamo počas práce. Do rozhrania som teda pridal rýchlu
nápovedu (obr. 4.2), ktorú som zasadil na miesto klávesových skratiek. Zoznam skratiek
zostal zachovaný, ale zobrazí sa len po rozkliknutí.
Obrázok 4.2: Rýchla nápoveda
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Kapitola 5
Záver
V rámci tejto práce sa podarilo navrhnúť metódu pre zobrazovanie waveformu v preh-
liadači a následne techniku implementovať v podobe ucelenej knižnice Outwave.js. Pri
vývoji som použil technológie, ktoré sú rozšírené a nie sú zavislé na doplnkoch nainšta-
lovaných do prehliadača. Knižnicu som uvoľnil ako otvorený kód, ktorý je dostupný na
adrese http://github.com/vdot/outwave.js. Okrem softvéru bežiaceho v prehliadači,
Outwave.js obsahuje aj preprocesor v jazyku C, ktorý je potrebný pre analýzu vstupného
mediálneho súboru a zredukovanie dát posielaných do prehliadača.
Vytvorenú knižnicu som použil ako súčasť nového editoru anotácii, ktorý vedľa tran-
skriptu zobrazuje waveform, čím robí prepis rýchlejší a pohodlnejší. Anotácie sú vyznačené
priamo nad audiom, čim používateľ získa jasný prehľad o časovaní transkriptu, pričom
prepisovaný text je synchronizovaný s pozíciou označenia anotácií.
Editor anotácií prešiel používateľským testom, pri ktorom sa ukázalo, že prepis rovna-
kej nahrávky, bez predchádzajúceho zoznámenia sa s aplikáciou, trvá o 20 % kratšie ako
v pôvodnom editore. Z testu tiež vysvitlo, že nový editor je komplikovanejši a trvá dlhšie
naučiť sa ho používať. Ako riešenie som pridal rýchlu nápovedu, ktorá nového používateľa
usmerní.
Pri tvorbe bakalárskej práce som sa zoznámil so základmi spracovania zvuku, jeho re-
prezentácie v podobe digitálnych dát a použitím jazyka C a dostupnej knižnice pre jeho
spracovanie. Počas návrhu a vypracovaní projektu som využil predchádzajúce znalosti z ob-
lasti tvorby webových stránok, pričom nové vedomosti prinieslo dôkladnejšie štúdium Ja-
vaScriptu a získané skúsenosti s novými nástrojmi a technológiami. Vyskúšal som si tiež
návrh ucelenej knižnice, ktorá je univerzálne použiteľná aj iných aplikáciach.
5.1 Možnosti zlepšenia
Plánovaným rozšírením je pridanie tlačidiel pre návrat a znovuvykonanie akcie (undo/redo).
Bude to pravdepodobne vyžadovať upravenie návrhu ale editor tak dostane funkcionalitu,
ktorá je bežne dostupná v desktopových aplikáciách.
Možnosťou ďalšieho vývoja je tiež prispôsobenie rozhrania pre mobilné zariadenia a oše-
trenie udalostí suvisiacich s dotykovými obrazovkami. Cieľovou skupinou by neboli priamo
telefóny, ale napr. tablety s pripojenou externou klávesnicou.
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Príloha A
Obsah CD
Na vloženom CD sa nachádzajú nasledujúce adresáre a súbory:
• bp.pdf - text bakalárskej práce v digitálnej forme
• poster.pdf - plagát práce
• outwave - adresár obsahujúci Git repozitár knižnice Outwave.js
Dokumentáciu tvorí súbor README.md a adresár doc, je napísaná v angličtine.
• editor - zdrojový kód editoru
• ux-test - adresár obsahujúci dotazník používateľského testu a získané dáta
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Príloha B
Plagát
On-line annotaion editor with audio visualizaion
http://github.com/vdot/outwave.js
AuthorViktor Dorotovič 
Supervisor
Ing. Igor Szőke, Ph.D.
• A visible waveform makes orientation in the recording easier• Speech is clearly distinguishable from silence     • Transcription is shown directly alongside the audio
            • Support for zooming
Correctly timing captions is no longer a hassle
: a web-based waveform viewer library• handles long recordings• uses HTML5 Canvas, no Flash is involved
Outwave.js
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