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Práce „Datový standard Ministerstva zdravotnictví České republiky“ se zabývá 
strukturou datového standardu včetně jazyka XML. Dále se práce zaměřuje 
na nemocniční informační systém CLINICOM včetně přístupu k záznamům z jeho 
databáze Caché firmy InterSystems. Součástí této práce je rovněž návrh webové 
aplikace, která umožňuje vyhledat záznamy se zvolenou diagnózou z databáze 













Diploma thesis "Data standard of the Ministry of Health" deals with the structure 
of data standard including XML language. Further the thesis is focusing on hospital 
information system CLINICOM with the inclusion of the access to data records 
from its database Caché company InterSystems. The concept of web application 
is also one part of the thesis which enables to find out records with selective 
diagnosis from Caché database and their depictions in data standard  
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Vývoj v informačních technologiích velmi ovlivňuje naši každodenní činnost prakticky 
ve všech směrech a ohledech. Stejně tak je tomu i ve zdravotnictví. 
Mnoho firem vyrábí přístroje, které nám ve výsledku zachraňují život, a to jak přímo, 
tak nepřímo. Aby bylo možné zefektivnit práci laboratoří, nemocnic či samotných lékařů, 
je zapotřebí poskytnout všem těmto subjektům stejné normy a standardy. 
Pokud by například výrobci nepoužívali stejné normy a standardy, nastal by zřejmě velký 
zmatek a samotná práce, včetně jejích výsledků, by nebyla efektivní.  
Jedním z cílů této bakalářské práce je alespoň částečně objasnit poměrně složitou  
strukturu datového standardu Ministerstva zdravotnictví České republiky spolu 
s rozšířitelným značkovacím jazykem XML.  
Dále se zaměřujeme na možnosti přístupu do nemocničního informačního systému (NIS) 
CLINICOM, včetně přístupu k datům obsažených v databázi Caché, kterou NIS CLINICOM 
využívá pro ukládání veškerých svých záznamů. 
V poslední části této práce si popíšeme jednotlivé aplikace z balíčku Caché firmy 
InterSystems, včetně realizace webové aplikace pomocí Caché Server Pages.  
Tato webová aplikace bude dle zadané diagnózy vyhledávat záznamy pacientů z databáze 
NIS CLINICOM, které poté zobrazí a převede do formy datového standardu Ministerstva 























1. Datový standard (DS) 
 
Datový standard (dále DS) vznikl za účelem přenosu dat o pacientech mezi informačními 
systémy zdravotnických zařízení [1]. 
 
 
1.1. Verze DS 
 
Datový standard prochází stejně jako informační systémy lékařů, nemocnic a laboratoří 
neustálou modernizací a vývojem. 
  
První verze DS 1.00 byla publikována v listopadu roku 1994 ve Věstníku MZ částce 8-9 
pod názvem „Metodický návod MZ k datové struktuře pro přenos dat mezi informačními 
systémy zdravotnických zařízení, verze 1.00“ [1].  
Vydání verze 1.00 byl první důležitý krok k sjednocení komunikace mezi informačními 
systémy zdravotnických zařízení. 
 Po verzi 1.00 následovala verze 1.01, v níž byla inovována datová struktura, pro potřebu 
dalších oborů.  
 
 Verze DS byly postupně doplňovány, ovšem základní struktura DS byla stále stejná. 
Do verze 1.20 pracoval DS pouze s textovými strukturami, které neumožňovaly syntaktické 
kontroly. Verze DS 1.20 byla podporována do 31.12.2002 [2]. 
 Současně se však od 1.6.2002 začal používat zcela nový DS 2.01.01, který nahradil 
předchozí verzi 1.20.  
 
 Verze DS 2.01.01 zaznamenala oproti předchozí verzi velké změny, které se týkaly 
především vnitřní struktury DS. Celá struktura byla předělána do platformy celosvětově 
rozšířeného jazyka XML (eXtensible Markup Language) a to se všemi jeho výhodami.  
Současně s těmito změnami byla inovována a doplněna řada datových bloků.  
 Zcela zásadní změnou byla inovace v obousměrné komunikaci s laboratorním 
komplementem, dále pak v blocích pro práci s textovou dokumentací a nově přibyly bloky  
pro mikrobiologii, předávání obrazových informací atd. [3].   
 Obousměrná komunikace s laboratorními informačními systémy využívá národní číselník 
laboratorních položek (dále NČLP), který bylo nutno pro možnost použití nové verze DS 
rozšířit.  
Nová verze NČLP  2.01.01 byla rozšířena o řadu dalších speciálních položek a současně  
byla u každé z položek rozšířena paleta údajů popisujících tuto položku [3]. 
 DS verze 03.00.01 byl společně s verzí 02.05.01 NČLP vydán v červnu 2003.  
Finální verze DS 3.01.01, společně s verzí 02.06.01 NČPL, byla k 1.11.2003 vydána 










1.2. Předpokládaná finální podoba DS  
 
 Předpokládaná finální podoba DS vzniká na základě [5]: 
 
- požadavků Odboru informatiky Ministerstva zdravotnictví ČR  
 
- platného datového standardu DS 1.20 a DS 2.01.01 
 
- námětů debatovaných na konferenci DASTA 
 
- připomínek tvůrců NČLP spolu se zástupci odborných společností laboratorních 
 oborů s klinickou složkou  
 
- práce autorského kolektivu DS a řady konzultantů  
 
- praktických průběžných testů jednotlivých připravovaných modulů  
 
- připomínek slovenských kolegů a požadavky uživatelů verze 3.01.01 
 
 Předpokládaná finální podoba vzniká po rozsáhlých debatách nad velkou řadou názorů 
uživatelů a různých fakultních pracovníků. Předpokládaný tvar respektuje požadavky 
laboratorních informačních systémů, nemocniční informační systémy i informační systémy 
praktických lékařů, dále pak respektuje i požadavky dalších informačních systémů jako jsou 


















2. Struktura bloků a souborů datového standardu 
 
 Definice každého bloku DS je dána jeho textovým popisem ve formě tabulek 
a poznámek, dále pak jeho přepisem do tvaru DTD (Definice Typu Dokumentu) a příkladem 
použití tohoto bloku. 
 Jelikož textovým popisem nelze přesně vyjádřit strukturu DTD a současně ve struktuře 
DTD nelze přesně popsat vše potřebné pro definici bloku, je tedy využíván textový popis 
spolu s DTD. 
 
 
2.1. Struktura bloku DS 
 
 Vzor struktury bloku v DS [5]: 
 
blok - označení bloku  
Základní informace o bloku. 
{stav} 
kód T D V plný název hodnota podmínky, pokyny, 
poznámky 
změny 
aaa a 000 ? název určující obsah „výčet hodnot“ volný text  




2.2. Popis bloku DS 
 
 V bloku se nejprve uvádí označení bloku, které pojmenovává daný element XML.  
Pro pojmenování bloku se používají malá písmena bez diakritiky.  
Označení „blok“ se používá pro přehlednost s ohledem na předchozí verze DS, 
pro XML není toto označení podstatné. V textových dokumentech se pro snazší vyhledávání 
dává před označení „blok“ ještě znak „ * “, který tak usnadní rozlišení bloku od shodných 
pojmenování. 
 
 Po označení bloku následují základní informace o bloku, které stručně informují o obsahu 
daného bloku. Tyto informace mohou být i na několik řádků a mohou obsahovat fakultativní 
informace o původním označení bloku v DS 1.20 [5]. 
  
 Dále následuje stavová hodnota bloku, ta udává zda-li je blok rozpracován, neaktuální 
atd. V distribuční sítí budou bloky označené jako {distribuováno od verze ….} a také bloky 
s poznámkou {OBSOLETNÍ!}. Tento stav nás informuje o tom,  že tento blok již nemáme 
používat, protože byl navržen na zrušení a bude tedy po určité době neaktuální. 
 Ve vývoji se používá také označení stavu {rozpracováno} a mnoho dalších označení [5]. 
 
 Jeden z nejvýznamnějších prvků bloku je tabulka, která má pevně definované sloupce, 
šířka sloupců je logicky variabilní v závislosti na obsahu buňky.  
Celá tabulka je navržena tak, aby byla přehledná a logická. 
 
První buňka v tabulce je označena jako kód. Zde vkládáme identifikátor pro potřeby  
jazyka XML. Identifikátor má tvar malých písmen bez diakritiky. Odkazy na jiné bloky jsou 
v hypertextové formě skutečně aktivní odkazy na příslušné bloky. 
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Další buňkou je typ pro XML, v tabulce označený jako „T“.  
Typ může obsahovat hodnoty : a, e, d.  
Hodnota „ a “ (atribut) nám říká, že datový obsah je obsahem atributu bloku,  
představující popisovaný blok. Hodnota „ e “ (element) nám říká, že datový obsah je 
obsahem jednoduchého bloku nebo jde o vnořenou strukturu dalších bloků. Poslední 
hodnotou typu je „ d “ (data) v DTD symbol „#PCDATA“. Tato hodnota nám říká, že údaj je 
přímo obsahem bloku, představující popisovaný datový blok. Tento blok pak neobsahuje 
vnořené struktury, ale může obsahovat atributy [5].   
 
Třetí buňkou v tabulce je délka položky „D“, která je pro potřebu databází informačních 
systémů. Délka položky může obsahovat přímo číslo, které udává pevnou délku položky  
nebo má před číslem znak „-“ . V takovém případě nesmí být délka položky větší než toto 
číslo. Pokud není uveden číselný údaj o délce, jedná se pak o element nebo o atribut 
s libovolnou délkou [5]. 
  
Další, čtvrtá, buňka obsahuje výskyt „V“, tato položka je určena pro potřeby XML. 
Její výchozí hodnota je 1 (vyskytuje se jen 1x). Další možnou hodnotou je znak „+“ 
(vyskytuje se alespoň 1x),  znaky „*“(může se vyskytnout maximálně 1x) a „?“  
(může se vyskytovat opakovaně), znaky „*“ a „?“ jsou nepovinné . 
 
Pátá buňka obsahuje plný název, tím se myslí plný název položky, případně i její  
stručné charakteristiky.  
 
V buňce „hodnota“ je mnoho variant obsahu. Buňka nemusí byt vyplněna, nebo může 
obsahovat odvolání na tabulku hodnot uvedenou níže pod hlavní tabulkou. Taková tabulka 
se pak váže jen k tomuto bloku. Dále může buňka „hodnota “ obsahovat odvolání na číselník 
interní nebo externí a jiné údaje. 
 
Další buňka obsahuje podmínky, pokyny, poznámky. Tato buňka může obsahovat další 
údaje psané volným textem nebo hypertextovými odkazy. Vždy musí být uvedeno, jestli se 
jedná o podmínku, pokyn, výklad nebo poznámku. 
 
Poslední položka v tabulce je vyhrazena pro změny, které se uvádí rovnou nebo dojde-li 
k více změnám, uvádí se odkazem. 
 
 
2.3. Znakové sady v souborech DS  
 
Velmi důležité je dodržování znakových sad v DS. 
Podporované znakové sady jsou [5]:   
utf-8 (unicode transformation 8-bit) 
IBM852 (PC Latin 2) = cp852 
ISO-8859-2 (ISO Latin 2) 
Windows-1250 (MS Windows) 
 
Systémy, které pracují s DS by měly podporovat tyto znakové sady také.  
Je však na subjektech, které vyrábí tyto systémy, zda-li tyto znakové sady budou podporovat 
nebo budou podporovat jen některé z nich. 
Důležitý je správný zápis desetinné části čísel, pro ty se v DS používá desetinná čárka „ , “. 
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2.4. Struktura souboru DS 
 
Záhlaví datového souboru, pro DS 3.01.01 a výše, vyplývá ze specifikace XML. 
Musíme v něm tedy dodržovat malá a velká písmena.  
 
První řádek XML souboru obsahuje deklaraci XML s příslušnou verzí a kódováním 
například : <?xml version=’1.0’ encoding=’iso-8859-2’ ?> 
 
Druhý řádek XML souboru se odvolává na DTD řetězcem „ <!DOCTYPE “, pak následuje 
mezera a základová značka následujícího dokumentu. V případě DS je tato značka „dasta“. 
Dále pak pro odlišení veřejné definice od systémové se volí slovo „ SYSTEM“ a jako poslední 
je uvedena část DS například „ds020101.dtd“. Z tohoto zápisu je pak patrné, s kterou verzí 
DS pracoval odesílatel souboru. 
 
Další řádky v XML souboru jsou dány zněním DS verze 2.01.01 a výše [5]. 
 
 Následující řádek XML souboru obsahuje hlavní blok „ dasta “, jehož obsahem jsou 
povinné a volitelné kódy. Mezi povinné patří například kódy [6]:  
 
id_soubor – Tento kód slouží k jednoznačné vnitřní identifikaci souboru v rámci firmy 
a jejího programu nebo informačního systému. Každá firma je povinna zajistit 
jednoznačnost tohoto řetězce pro všechny svoje aplikace, které soubory vytvářejí.  
 To znamená, že není možné, aby dva různé nebo stejné programy u různých 
uživatelů tvořily soubor se shodnou identifikací. Identifikační řetězec musí být 
 bez mezer a musí začínat osmiznakovým kódem firmy, která soubor generuje. 
  Za tímto řetězcem se zpravidla uvádí kód programu, verze, licenční číslo, určení 
souboru, typ odesílajícího místa, označení souboru, datum a čas vzniku ve formátu 
„YYYY-MM-DDTHH:MM:SS“.  
  Noví firemní uživatelé DS se musí registrovat u správce DS.  
  Provizorně se může, pouze pro testování a ladění, použít neadresní kód, 
  který má na první pozici znak „_“, za kterým následuje sedm písmen. 
  
 verze_ds , verze_nclp – Kód verze DS a NČLP nás informuje, že je soubor vytvořený  
  na základě dané verze, například pro DS „2.01.01“. 
 ur –  Tímto důležitým kódem určujeme typ přenášených dat. V případě pacientských dat 
  určujeme též urgentnost sdělení nebo zpracování souboru.  
  Hodnota :  „R“ - pacientská data pro rutinní zpracování 
   „S“ - rovněž pacientská data, která mají být zpracována  
     urgentně čili dříve než data s označením „R“ 
    „U“ - výkazy a zprávy pro ÚZIS (Národní zdravotnický IS) ČR 
    „V“ - soubor vykazovaných výkonů 
    „B“ - laboratorní bloky dat 
    „C“ - číselníky 
    „H“ - hlášení zpráv z oblasti hygieny a epidemiologie 
    „T“ - technická testovací data 
 
 potvrzeni – Pokud má být potvrzen příjem souboru nabývá tento kód hodnoty  
   „P“ – potvrdit, že soubor byl doručen a přijat, „N“ – nepotvrzovat. 
   Pokud kód potvrzení nevyplníme bude automaticky dosazen hodnotou „N“. 
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Za kódem „potvrzeni“ je hlavní blok „dasta“ ukončen a následují bloky [6]: 
 
 zdroj_is – Tento blok obsahuje kódy: kod_firmy, kod_prog, verze_prog.  
  V těchto kódech je uložena informace o firmě a jejím programu nebo 
  informačním systému, kterým byl soubor vytvořen. 
 
 pm – V bloku „pm“ nalezneme pouze jeden kód, který určuje příjmové místo.  
Tím myslíme místo zasílaného souboru. Zde můžeme volit jeden kód 
z následujících kódů: ico, icz, icp, icl, oddel, pcz.  
Dále jsou v tomto bloku doplňující bloky: 
      „as“ – adresní spojení    
      „a“ – adresa příjemce, jejíž typ je „P“  
 
is –  Tento blok je jeden z nejpodstatnějších v rámci našeho souboru.  
 Obsahuje základní informace o odesílateli zasílaného souboru a data pacienta/tů.  
 Kódy v tomto bloku jsou: ico, icz, icp, icl, pcz, oddel, oavl.  
 Doplňující bloky bloku „is“ jsou: 
    as – adresa spojení, doplňující blok adres „a“ (kódy: typ,obsah, atd.) 
a – adresy vázané k odesílateli, příjemci, pacientovi i pro další účely 
ip – pacient (pacientů může být i více, data pro jednoho pacienta 
 mohou být zasílána i ve více blocích „ip“) 
idu – data pro ÚZIS (Národní zdravotnický informační systém) ČR 
ivv – vykázané výkony a podklady pro MIS a jiné expertní programy 
ilb – laboratorní bloky dat 
icl - číselníky pro Informační Systém 
ihe - hlášení a sestavy pro hygienu a epidemiologii 
text – technická (testovací) data (obsahuje například kód „autor“ ) 
 
  Kódy doplňujícího bloku „ip“ z bloku „is“ jsou:  
   id_pac – identifikace pacienta v IS odesílatele 
   rodcis – rodné číslo, znakově v délce 9 nebo 10 znaků 
   jmeno, prijmeni, titul_pred, titul_za – jméno, příjmení, titul před a za 
   sex – pohlaví, nabývá hodnoty „M“ muži, „F“ ženy,„X“ blíže neurčeno 
   rod_prijm, jine_idu – rodné příjmení a jiné identifikační údaje 
  
Dále obsahuje blok „ip“ doplňující bloky (pár příkladů - neúplný výčet):   
  dat_dn – datum a čas narození formalizované (kódy: dat_xx, dat_du)  
dat_de – datum a čas úmrtí formalizované (kódy: dat_xx, dat_du) 
ipi_o, ipi_v – identifikační údaje odeslané/vrácené  
a – adresy vázané k pacientovi 
h – výška a hmotnost standardní (kódy: vyska, hmotnost) 
pv – platební vztah pacienta ( „kdo hradí“ ) pojišťovna, přímý plátce 
p – údaje o zdravotní pojišťovně (pojišťovnách) 
u – urgentní informace o pacientovi (kódy: ua, uks-krevní skupina) 
oc – očkování (kódy: garant_dat, ocz, dat_ak, dat_ab) 
dg – diagnózy trvalé a přechodné (kódy: dgz - diagnózy, dat_ab) 
   le – podávané léky (kódy: lez, dat_ab – datum a čas aktualizace bloku) 
   pn – pracovní neschopnosti (kódy: pnz, dat_ab) 
   lo – informace o vzorcích, objednávka vyšetření a doplňující údaje 
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2.5. Název souboru DS 
 
 Konstrukce názvu výsledného DS vychází z prostředí DOS, jelikož UNIX a ostatní 
systémy podporují více možností, které by DOS nepodporoval. Konstrukce názvu souboru 
DS je podle pravidel, které byly zavedeny již ve verzi DS 1.20 [5]. 
Při tvorbě jména souboru DS je počítáno s volným šířením, a tudíž je potřeba, aby byl 
soubor s DS patřičně odlišný. Soubor DS má v nezkomprimovaném tvaru koncovku xml, 
pokud je soubor zkomprimován, může mít koncovku dle autora komprimačního programu. 
Nejznámější koncovky komprimačních programů jsou zip, rar, arj, arc, a jiné.  
Ukázka obsahu souboru DS s požadavky jednoho pacienta (zkrácená verze): 
 
<?xml version='1.0' encoding='Windows-1250' standalone='no' ?> 
<!DOCTYPE dasta SYSTEM "ds030701.dtd" > 
<dasta id_soubor="FIRMA_XX_12_10184_2005-12-14T20:42:12" verze_ds="03.07.01" 
bin_priloha="T" ur="T" typ_odesm="KK" dat_vb="2005-12-14T20:42:12" > 
<zdroj_is kod_firmy="FIRMA_XX" kod_prog="NIS" verze_prog="1.0" liccis_prog="12"/> 
<pm ico="12345678" > 
  <as typ="I" > 
   <vnitrni>999</vnitrni> 
  </as> 
  <a typ="P" > 
   <jmeno>Nemocnice</jmeno> 
   <mesto>Praha</mesto> 
   <stat>CZ</stat> 
  </a> 
 </pm> 
 <is ico="12345678" >  
  <ip id_pac="7002024326" > 
   <rodcis>7002024326</rodcis> 
   <jmeno>Pavel</jmeno> 
   <prijmeni>Novák</prijmeni> 
   <dat_dn format="D" >1970-02-02</dat_dn> 
   <sex>M</sex> 
   <h hmotnost="83" dat_ab="2005-12-14T20:42:12" /> 
    <dat_od format="D" >1998-10-22</dat_od> 
   </p> 
   <lo id_lo_is="2300092" urg="R" > 
    <zadatel icz="22345678" icp="25002001" odb="101" > 
     <jmeno>MUDr. Pavel Nový</jmeno> 
    </zadatel> 
    <dat_du typ="I" >2005-12-14T20:42:12</dat_du> 
    <dgz typ_dg="T" ind_oprav_sd="N" > 
     <diag poradi="1" >I10</diag> 
    </dgz> 
   </lo> 
  </ip> 
 </is> 
</dasta> 
Z předcházejícího příkladu je zřejmé, že obsah XML souboru má poměrně složitou 
a rozvětvenou strukturu.  
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3. Rozšířitelný značkovací jazyk (XML) 
 
 
 Jazyk XML (z anglického eXtensible Markup Language) byl vybrán pro účely DS MZČR 
jako nejvhodnější spolu s DTD (Document Type Definition). Spojením XML spolu s DTD 
vznikne takzvané „XML schéma“.  
V tomto spojení platí syntaxe XML spolu s elementy a atributy z DTD. 
 
 
3.1. Historie značkovacích jazyků (markup language) 
 Již od počátku, pomineme-li vědecké a armádní výpočty, byla výpočetní technika 
využívána pro přípravu a publikování textu. Situace však byla dosti odlišná od té dnešní.  
 Na počítačích se připravovaly dokumenty pro profesionální tisk knih, časopisů atd. 
Výsledek se pomocí osvitové jednotky přenesl na film, z kterého pak tiskárny vyráběly 
knihy, časopisy atd. Jelikož konkurence byla velká, snažila se každá firma vyvinout svůj 
vlastní „lepší“ jazyk pro ovládání jednotky. Dokumenty pro sazbu se tedy připravovaly tak, 
že se do textu vepisovaly speciální řídící sekvence pro ovládání dané osvitové jednotky. 
To mělo za následek, že jednou vytvořený dokument byl svázán s výstupním zařízením 
konkrétního výrobce. Jeho převod pro použití na jiné „konkurenční“ osvitové jednotce byl 
téměř nemožný. 
 Tento stav nebyl ideální, a proto vzniklo hned několik systémů, které problém 
nekompatibility různých výstupních zařízení řešily.  
Princip spočíval v tom, že se v dokumentu používaly obecné příkazy, které se pak pomocí 
speciálních konvertorů převedly do jazyka srozumitelného pro konkrétní zařízení. Pokud 
jsme tedy chtěli dokument vytisknout na jiném zařízení, než pro které byl vytvořen, stačilo 
sehnat příslušný konvertor. Samotný dokument tedy zůstal stejný a nemusel se měnit [7].  
 Mezi nejrozšířenější programy (konvertory) patřily troff a TeX. Důležité je, že oba dva 
jazyky byly čistě prezentační - dalo se pomocí nich určit, jak se mají jednotlivé části textu 
formátovat [7]. 
Tyto programy se však hodí pouze pro zpracování dokumentů, které se mají ve výsledku 
tisknout. Hlavně kvůli tomu, že nabízejí příkazy, umožňující měnit druh použitého písma, 
způsob zarovnání a velké množství dalších parametrů, ale neumožňují přímo označit 
logickou strukturu dokumentu. S neustálým vývojem informačních technologií totiž vznikla 
potřeba jedny a tytéž informace prezentovat více způsoby, a to jak v elektronické podobě, 
tak v podobě knižní. Pro tyto účely je však potřebné znát logickou strukturu dokumentu,  
ve kterém musíme rozpoznat nadpis od popisu obrázků atd.  
  
Potřebujeme tedy jazyk, jenž umožní označit význam jednotlivých částí textu, a ne jejich 
vzhled. Takovýmto jazykům, které umožňují vyznačovat části textu, se říká značkovací 




 Jeden z prvních značkovacích jazyků byl GML (Generalized Markup Language), který 
vytvořili Goldfarb, Mosher a Lorie při práci na systému pro uchovávání a následné využití 
právních textů pro IBM. Museli se tehdy vypořádat s nekompatibilitou jednotlivých systémů 
a programů a nejsnazší cesta vedla právě přes vytvoření obecného značkovacího jazyka [7]. 
 Na základě GML začala vyvíjet standardizační organizace ANSI jazyk, který umožňoval 
definici vlastních značkovacích jazyků. Výsledkem byl jazyk SGML (Standard Generalized 
Markup Language). Jazyk SGML je hodně obecný a také hodně složitý – umožňoval definici 
vlastních značkovacích jazyků (sad značek a jejich vzájemných vztahů) pomocí definic typu 
dokumentu (DTD) [7].  
 Asi nejznámější aplikací SGML je jazyk HTML (Hypertext Markup Language), který se 
používá pro tvorbu webových stránek. To, jaké značky můžeme na stránkách používat, určuje 
příslušné DTD, které je pro každou verzi HTML mírně odlišné. Jazyk HTML si získal velkou 
oblibu díky své jednoduchosti. Ukázalo se však, že pevně daná skupina značek, které HTML 
používá, už nestačí. Pro účely vyhledávání a vůbec efektivnější výměny dat by bylo lepší mít 
možnost používat vlastních značek, které by přesně vymezily význam textu [7].  
 Tyto požadavky by tedy splňoval opět standard SGML, ale jelikož je hodně složitý a byla 
by z něj využita opět jenom část možností, byl proto „navržen“ nový jazyk. 
Jazyk dostal jméno XML (eXtensible Markup Language). Jedná se o podmnožinu SGML, 




3.2. Kontrola jazyka XML 
 
XML nám umožňuje definovat si pomocí DTD vlastní sadu značek, které chceme 
v dokumentu používat. DTD se tedy hodí pro popis formátů, reprezentujících především 
textové dokumenty. Neobsahuje však přímo nástroje na kontrolu různých typů dat jako čísla, 
údaje o datu a čase. To je přitom velice důležité především pro aplikace, které si pomocí 
XML posílají data databázového charakteru. Tato data musíme tedy kontrolovat dodatečně. 
 
 
3.3. Shrnutí jazyka XML 
 
I když je jazyk XML jednodušší nežli SGML, není příliš jednoduché se v něm plně 
orientovat, hlavně díky DTD. Proto nám  jsou k dispozici programy, umožňující snazší 
prohlížení a kontrolu správnosti kódu (validační programy). Tyto programy by měly být 
volně k dispozici na CD-ROMu spolu s DS. 
Jsou volně šířitelné, proto by neměl být problém v jejich rozšíření mezi zákazníky laboratoří 
a ostatní subjekty, které DS využívají [3]. Na CD-ROMu s DS je validační program 







4. Nemocniční informační systém CLINICOM 
 
NIS CLINICOM je softwarové řešení firmy SMS, které představuje plně integrovaný 
komplexní nemocniční informační systém, úspěšně aplikovatelný nezávisle na konkrétní 
organizaci zdravotní péče a způsobu její úhrady. Je určen pro širokou škálu nemocnic, 
zaměřených především na poskytování akutní nemocniční péče. Jeho uživatelé jsou 
nemocnice o velikosti od 100 lůžek až po velké fakultní nemocnice s několika tisíci lůžky.  
CLINICOM je robustní nemocniční informační systém s modulárním nadčasovým řešením 
a moderní postrelační databází Caché firmy InterSystems [8]. 
  
 
Obr. 1: Schéma Nemocničního Informačního Systému [8] 
 
Financování nemocniční péče prochází v České republice řadou změn.  
Důležitou vlastností NIS je proto maximální nezávislost na budoucím způsobu účtování 
péče a plná adaptibilita NIS na platný způsob financování v daném období  
(výkonový systém, DRG, paušální platby atd.).  
 NIS CLINICOM vychází ze zkušeností v USA a zemích EU a je proto snadno 
přizpůsobitelný všem typům účtování péče. NIS CLINOCOM je koncipován tak, aby byl 
v maximální míře postaven na proměnných položkách a číselnících. Pouhým přenastavením 
hodnot lze potom dosáhnout odlišného chování systému. To oceňují uživatelé především 
v případě změn účtování lékařské péče. 
Modulární systém s velkým stupněm možností uživatelského přizpůsobení umožňuje snadné 
propojení s jinými IS zdravotnického zařízení. Předdefinované nastavení standardních 
komunikačních protokolů používaných ve zdravotnictví (HL7, EDIFACTS a dalších) 
umožňuje snadnou komunikaci s dalšími subjekty a nabízí možnost přímého propojení 







 CLINICOM stojí na čtyřech základních pilířích [8]: 
Správa pacientů - moderní pojetí centrální správy pacientů, což přináší zásadní výhodu  
v tom, že všechna data jsou zadávána pouze jedinkrát (snížení chybovosti způsobené 
vícenásobným vložením). 
 
Správa výkonů - zajišťuje rutinní chod nezávisle na personálu, uživatelé pouze vkládají 
uskutečněné výkony (neutrální výkony), zatímco systém se stará o správný chod  
v souladu s legislativou a metodikou (změny legislativy sleduje pouze několik lidí 
odpovědných za nastavení kmenových souborů). 
 
Komunikace - vystavování žádanek, jejich odeslání, příjem výsledků s nastavitelnou úrovní 
rozlišení a vyúčtování. 
 
Správa operací - účinný nástroj pro sledování zákroků a operací za účelem získání přesných 
údajů o nákladech a výnosech. 
 
CLINICOM nepředstavuje jen administrativní nástroj lékaře pro usnadnění pořízení 
a archivace povinné dokumentace, ale je především navržen ke sledování ekonomiky 
nemocnice. Data z NIS lze dále zpracovat a vyhodnotit prostřednictvím manažerského 




4.1. Uživatelské rozhraní CareCenter systému CLINICOM 
 
CareCenter je grafické uživatelské rozhraní systému CLINICOM, realizované v prostředí 
Windows. CareCenter zprostředkovává okamžitý přístup k žádankám, nálezům, lékařské 
dokumentaci a k informacím o protokolech, a to s uspořádáním podle požadavků uživatele. 
CareCenter poskytuje uživateli jednoduchý pohled na informace o zvoleném pacientovi, 
ať už je třeba zobrazit nebo vytisknout plán péče, žádanky, nálezy, informace o vyšetření 
či textovou medicínskou dokumentaci [8].  
 
 Jediným přihlášením do systému má uživatel okamžitý přehled o pohybu a stavu pacienta  
od jeho přijetí, o ordinovaných a provedených vyšetřeních, o výsledcích vyšetření  
až po ukončení léčby.  
 
Dostupnost urgentních výsledků je automaticky indikována, číselné výsledky vyšetření je 
možno zobrazit například ve formě grafů a trendů. CareCenter také umožňuje jednoduchý 
přístup k PC aplikacím třetích stran, např. textovým editorům, apod.  
Některé aplikace (např. MS Word) jsou plně integrovány, jsou do nich na požádání 
přenášena pacientská data pro další zpracování, případně je jejich práce řízena přímo 










4.2. Uživatelské rozhraní NetAccess systému CLINICOM 
 
 NetAccess představuje jednoduchý zabezpečený externí přístup k lékařským informacím 
prostřednictvím Internetu/intranetu a umožňuje tak uživatelům přístup k datům NIS nejen 
z lokální sítě nemocnice, ale také z každého místa, které disponuje připojením na Internet 
(např. z domova, z konzultačních míst, z ambulance mimo nemocnici, z ordinací praktických 
lékařů apod.) [8].  
 
 NetAccess slouží k zadávání požadavků a zobrazení vybraných údajů.  
Pracuje se stejnými daty jako CareCenter a uživateli nabízí také velmi podobné grafické 
prostředí pod Windows. Je podporován nejrozšířenějšími internetovými prohlížeči. 
Rozhraní patří mezi aplikace klient – server, funguje tedy stejně tak jako přístup na email 
přes webové rozhraní. Výhody tohoto přístupu jsou nesporné, minimalizují se náklady 
na údržbu koncového zařízení a nevznikají problémy s nekompatibilitou. 
Samozřejmostí musí být vysoký stupeň zabezpečení.  
 
 NetAccess využívá standard SSL pro zabezpečené spojení. Veškeré informace 
a parametry jsou přenášeny v kódované podobě, navíc je zajištěno, že data nejsou ukládána 
do paměti počítače uživatele, což vede k tomu, že data nemůže nikdo později zobrazit.  
Další formy zabezpečení lokálních sítí nemocnic, v souvislosti s připojením k Internetu, 









     
Obr. 3: Ukázka rozhraní NetAccess [8] 
 
 
4.3. Uživatelské rozhraní Telnet/SSH systému CLINICOM 
 
Do NIS CLINICOM se dá také plně přistupovat přes zabezpečený protokol SSH (Secure 
Shell). Postačí nám k tomu terminálové okno v textovém režimu.  
Přístup tedy není omezen operačním systémem. V operačním systému Windows můžeme  
pro přístup na CLINICOM pomocí SSH použít například program KoalaTerm, který lze 
stáhnout na stránkách jeho výrobce (http://www.foxitsoftware.com).  
Snad jedinou nevýhodou přístupu přes terminál je menší pohodlnost a přehlednost,  
kterou nám plně nabízí grafické rozhraní CareCenter.  











5. Databázová platforma Caché 
 
Databázové prostředí nemocničních informačních systémů SMS je založeno 
na postrelační objektové databázi Caché americké firmy InterSystems sídlící v Cambridge 
v americkém státu Massachusetts. Ta je více než 25 let  významným světovým dodavatelem 
databázových technologií v oblasti zdravotnictví [8]. 
 
Společnost InterSystems označuje Caché jako první postrelační databázi. Rozdíl oproti 
relačním databázovým platformám, které jsou založeny na prostých tabulkách, je v možnosti 
vkládání vícerozměrných a objektově orientovaných dat. 
Postrelační databáze Caché, tedy ukládá data do vícerozměrného datového modelu, což 
umožňuje efektivnější popis dat. Caché nabízí vysoký výkon při zpracování komplexních 
transakcí (je až 20x výkonnější než srovnatelné standardní relační databáze). Díky své 
architektuře vyniká i dalšími vlastnostmi, např. snadnou dostupností dat přes Internet 
a jednoduchou správou. Databáze Caché byla představena v roce 1997. Je nejen vysoce 
výkonným databázovým prostředím, ale také prostředím pro rychlý vývoj aplikací. Byla 
optimalizována pro efektivní tvorbu rychlých transakčních aplikací s možností snadného 
růstu. Databázi Caché používají nezávislí dodavatelé softwaru, stejně jako IT organizace 
ve zdravotnictví, finančnictví, veřejné správě a v mnoha dalších oblastech.  
V současnosti pracuje na světě více než 100.000 systémů založených na databázi Caché 
a používá je více než 4 miliony koncových uživatelů v 88 zemích světa [8]. 
 
 
5.1. Vzdálený přístup k uloženým datům v databázi Caché 
 
Vzdálený přístup k databázi téměř vždy využívá různé typy komunikačních rozhraní.  
U databáze Caché je pro vzdálený přístup k aktuálním datům použito populární  rozhraní 
ODBC (Open DataBase Connectivity), případně JDBC (Java DataBase Connectivity),  
spolu s dotazovacím jazykem SQL (Structured Query Language) včetně jazyka DDL (Data 
Definition Language).  
 
Prostřednictvím tohoto rozhraní můžeme z databáze získat data pro další zpracování. 
Například v aplikaci Microsoft Excel nebo při tvorbě našich vlastních aplikací. 
 
 
5.1.1. Ovladač ODBC  
 
Jak již bylo zmíněno, jednou z možností, jak získat aktuální data z databáze Caché, je 
za použití populárního rozhraní otevřené databázové konektivity (ODBC).  
Toto rozhraní má své výhody i nevýhody. Za největší výhodu můžeme považovat přímé 
propojení s databázovým serverem, které nám zajišťuje absolutní aktuálnost dat.  
Ovšem přímé požadavky server zatěžují, což vede k celkovému zpomalení činnosti serveru.  
 
Přestože za tvorbou ODBC stojí společnost Microsoft, není použití ODBC nijak vázáno 
pouze na platformu Windows.  





5.1.2. Architektura ODBC 
 
Model struktury ODBC se dá znázornit pomocí čtyř vrstev [9]. 
 
V první nejvrchnější vrstvě se nachází samotná aplikace. Ta v případě, že potřebuje data, 
provede volání ODBC funkcí (ve formě SQL dotazu).  
 
Druhou vrstvou je tzv. "Správce ODBC ovladačů" (ODBC Driver Manager).           
Úkolem správce ovladačů je zajistit propojení mezi aplikací a příslušným ODBC ovladačem   
(ODBC ovladače tvoří třetí vrstvu modelu, podrobněji viz dále). 
Jakmile aplikace potřebuje data, správce ovladačů vyhledá a nahraje příslušný ovladač         
ve formě DLL knihovny. Správce ovladačů také zjistí, jaké konkrétní funkce jsou 
podporovány jednotlivými ovladači a uschová si jejich adresy v paměti do tabulky.  
V případě, že aplikace volá konkrétní funkci, správce souborů zjistí, ke kterému ovladači 
funkce patří a zavolá ji.  
Tímto způsobem může být prováděn souběžný přístup k více ovladačům, což se hodí  
v případě programování aplikací, přistupujících souběžně k několika zdrojům dat.  
 
Třetí již zmíněnou vrstvou jsou ODBC ovladače. Ty provedou zpracování volané ODBC 
funkce, přeložení požadavku do SQL pro příslušný SŘBD (Systém Řízení Báze Dat) a jeho 
následné poslání.  
 
Poslední vrstvou je SŘBD (Systém Řízení Báze Dat), který provede zpracování operace 
požadované ODBC ovladačem a výsledky této operace mu vrátí.  
 
  
5.1.3. Instalace ovladače ODBC  
 
Instalaci ovladače ODBC do operačního systému Windows lze provést dvěma způsoby. 
První způsob instalace je pomocí spuštění instalačního programu, který rozpakuje a posléze 
nainstaluje ovladač ODBC. Pokud  však nemáme ovladač ODBC v podobě instalačního 
souboru, ale v podobě samotného driveru, musíme označit soubor s koncovkou „inf“ a vybrat 
volbu „instalovat“. Tuto volbu nalezneme v menu, které se zobrazí po kliknuti pravého 
tlačítka myši, na již zmiňovaném souboru. Instalace je v obou případech zcela automatická 
a není tedy nikterak složitá. 
 
 
5.1.4. Nastavení ovladače ODBC 
 
Nastavení ovladače pod systémem Windows provádíme v „Data Sources (ODBC)“,  
které nalezneme v „Administrative Tools“.  
Nejprve musíme patřičný ODBC ovladač přidat. V našem případě vybereme ovladač 
„InterSystems Caché SQL ODBC“ a potvrdíme výběr. V nastavení ovladače zvolíme 
pojmenování právě přidávaného ovladače, například „Caché ODBC“, typ připojení  
vybereme „TCP“.  
Dále zadáme server, na němž se nachází databáze, ke které se prostřednictvím ODBC 
ovladače chceme připojit.  
V našem případě je to pokusný server „clinicom.ubmi.feec.vutbr.cz“ a nebo můžeme zadat 
přímo IP adresu serveru „147.229.77.5“.  
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Za adresou serveru následuje port, na kterém je daná služba na serveru spuštěná.  
Na serveru „clinicom.ubmi.feec.vutbr.cz“ je tento přístup dostupný na portu „19727“, 
standardně je tento port „1972“. 
Do položky databáze vyplníme „TRN“. Dále pak uživatelské jméno a heslo přístupu. 
 
 




5.2. Realizace přístupu do databáze Caché 
 
Při samotné realizaci přístupu do databáze Caché stojíme před zásadní otázkou: 
Zda pro realizaci přístupu využít již zmíněného populárního ODBC driveru spolu 
s webovým serverem, pomocí něhož bychom získaná data upravili do požadované podoby 
a vytvořili tak webovou aplikaci na vzdáleném serveru, nebo využít nástrojů, které nabízí 
software Caché, pro vytvoření webové aplikace přímo na daném serveru, kde je databáze 
Caché provozována. 
 
Nutno podotknout, že výše zmíněné možnosti realizace nejsou zdaleka jediné možné.  
Jelikož chceme, aby bylo možné data z databáze zobrazit kdekoliv, bez složitého instalování 
dané aplikace včetně případného dolaďování a nastavování pro daný operační systém, nabízí 
se jako ideální právě tvorba webové aplikace, jejíž jediným požadavkem je připojení počítače 
(případně PDA, SmartPhone, atd.) do společné sítě spolu s databází Caché. Ať již mluvíme 
o síti veřejné (Internet), privátní (intranet) a nebo případně o jejich  kombinaci. 
 
Obě výše zmíněné varianty realizace mají své klady a zápory.  Proto bychom měli 
naznačit realizaci obou variant a vybrat tu, která  bude lépe vyhovovat našim účelům - naší 
webové aplikaci. 
 
První varianta využívá již zmiňované rozhraní ODBC a webový server třetí strany 
(Apache, MS IIS, atd.). Výhodou je možnost oddělit fyzicky databázi od webového serveru. 
Jinak řečeno, lze provozovat databázový server v intranetu, ale data z něj zobrazovat pomocí 
webového serveru do Internetu viz obrázek č.6. Ovšem v našem případě, kdy je databázový 
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server připojen do sítě Internet, je tato výhoda bezvýznamná. Další výhodou, pro nás již 
podstatnější, je možnost výběru příslušného programovacího jazyka, ve kterém budeme 
aplikaci vytvářet. Právě díky univerzálnosti a podpoře ODBC driveru je možné si zvolit 
téměř jakýkoliv běžně využívaný programovací jazyk určený-optimalizovaný pro tvorbu 
webových aplikací (PHP, ASP  atd.).  
Nevýhody plynoucí z využití ODBC driveru (zatížení databázového serveru při velké četnosti 




Obr. 6: Ukázka jednoho z možných způsobů  zapojení první zmiňované varianty 
 
 
Druhá varianta spočívá ve využití nástrojů, které nabízí software Caché. Konkrétně 
budeme mluvit o Caché Server Pages (CSP), jenž je obsažen v instalaci spolu s databází 
Caché. Výhodou tohoto nástroje je jednoduchost přístupu do databáze. Dále nám pro méně 
složité  webové aplikace odpadne přímá nutnost instalace plnohodnotného webového serveru, 
jelikož Caché již jednoduchý webový server obsahuje. Bohužel neumožňuje překlad 
oblíbených programovacích jazyků (PHP, ASP atd.). Důležité je ovšem to, že Caché 
umožňuje doinstalování jiných webových serverů (např.: Apache, MS IIS, atd.), čímž 
získáme modifikovanou první a druhou variantu, kde by plnohodnotný webový server spolu  
s databází fungoval fyzicky na jediném serveru. 
  
Pro realizaci naší webové aplikace jsme zvolili „čistou“ druhou variantu. Tedy variantu 
bez narušení chodu a konfigurace databázového serveru a instalace plnohodnotného 
webového serveru. Tato varianta v sobě sice skrývá úskalí, plynoucí z malého rozšíření 
formy jazyka, který Caché CSP využívá, ovšem pro naší aplikaci je tato varianta 





5.3. Utility Caché (tzv. kostka) 
 
Caché své administrativní nástroje seskupilo do takzvané „kostky“ (Caché cube) viz 
obr.7. Ta obsahuje všechny potřebné nástroje pro správu celé databáze. Díky těmto utilitám 
jsme schopni zcela nastavit nejen databázi, která je provozována na daném serveru, ale 
i vzdálené databáze Caché, ke kterým máme přístup.  
Kostka seskupuje řadu aplikací, které si zde nyní uvedeme, avšak podrobněji si popíšeme 




Obr. 7: Položky v menu Caché kostky 
 
První položka, kterou můžeme v Caché kostce zvolit, slouží k získání základních 
informací pro nové uživatele. 
Další dvě položky umožňují spustit, případně zastavit, činnost databáze Caché. 
Následují položky:   
 
Terminal – slouží k emulaci terminálového prostředí příkazového řádku na lokálním 
          nebo vzdáleném sytému Caché. 
Explorer – slouží pro správu databáze, jmenných prostorů spolu s rutinami a globály. 
 Control Panel – tento nástroj je určen k administraci spuštěných procesů Caché.  
 Configuration Manager – umožňuje systémové a síťové nastavení.  
 Documentation –  obsahuje rozsáhlou dokumentaci pro Caché. 
 Remote System Access – umožňuje přistupovat na přednastavený vzdálený  
       server se systémem Caché. 
Preferred Server –  vybírá preferovaný server. Případně umožňuje přidání dalších 
         vzdálených serverů s instalovaným systémem Caché.  
 About – zobrazí informaci o aktuálně nainstalované verzi Caché. 
 Exit – zavře kostku Caché. 
 
Položky: Studio a SQL Manager  jsme vynechali záměrně, jelikož si je v následujících 






5.3.1. Caché studio  
 
Patří mezi nejdůležitější vývojářský nástroj, který obsahuje kostka Caché viz obr.8. 
Jedná se o editor s grafickým rozhraním, který umožňuje vytváření tříd,  stránek CSP, rutin 
pomocí jazyků Caché Basic a Caché ObjectScript. 
Při tvorbě naší webové aplikace využijeme Caché studio jako editor CSP stránek a poslouží 
nám také k získání orientace v jednotlivých třídách databáze NIS CLINICOM. 
 
Na samotném počátku tvorby webové aplikace bude zapotřebí vytvořit v Caché Studiu 
prázdný soubor s koncovkou csp.  
Ten můžeme vytvořit v nabídce  File -> New -> CSP File -> Caché Server Pages. 
Nyní máme vytvořený prázdný csp soubor. Do tohoto souboru budeme zapisovat veškerý 
potřebný zdrojový kód k naší webové aplikaci. Konkrétní obsah již vytvořené webové 






Obr. 8: Caché studio 
 
5.3.2. Caché SQL Manager  
 
SQL (Structured Query Language) manager (viz obr.9) slouží ke kompletní správě 
relačního přístupu k databázi. Umožňuje prohlížení a editaci jednotlivých tabulek v dané 
databázi.  
To nám umožní získat přehled o rozložení jednotlivých položek mezi tabulkami a jejich 
vzájemnými vazbami. Jednou z nedocenitelných funkcí Caché SQL Manageru je Execute 
Query, díky níž můžeme testovat naše SQL dotazy. Výsledek je okamžitě zobrazen a my jej 
můžeme snadno a rychle zkontrolovat. Tuto funkci využijeme při návrhu a testování SQL 





 Obr. 9: Ukázka aplikace Caché SQL Manager spolu se zpracovaným SQL dotazem 
 
 
5.4. Caché UDA (Unified Data Architecture) 
 
Díky unifikované datové architektuře UDA (Unified Data Architecture) poskytuje Caché 
jednoduché a přesvědčivé řešení problematických oblastí. Reprezentací dat jako standardních 
definic tříd propojuje unifikovaná datová architektura starý svět s novým [10]. 
Jinak řečeno nám UDA umožňuje uložená objektová data lehce převést do relačních 
tabulek aniž by byla data v databázi uložena více než jednou. 
 
Relační teorie používá k reprezentaci modelované reality jediný konstrukční prvek: relaci 
[10]. Pod relací si můžeme představit jednotlivé tabulky, které se skládají z řádků  
reprezentující jednotlivé záznamy a z jednotlivých atributů, tedy sloupců. 
Hlavička tabulky zajišťuje přiřazení vlastností sloupcům a každý řádek pak odpovídá instanci 
nebo n-tici. Řádky tabulky nejsou samy o sobě nikterak seřazeny.  
To znamená, že datové záznamy nemají konkrétní pořadí. Určitý sloupec nebo kombinace 
sloupců tvoří  tzv. primární klíč (či identifikátor řádku). Ten se používá kdykoli je to možné 
k nalezení konkrétního řádku. Jedna tabulka se může odkazovat na další za předpokladu, že 
ve sloupci první tabulky je použit jako hodnota primární klíč druhé (tedy cizí) tabulky.  










5.5. Normální formy 
 
Pro relační model jsou stanovena určitá normalizační pravidla, která přesně definují 
způsob použití tabulek. Obecně platí, že čím je tabulka ve vyšší normální formě, tím 
kvalitněji je navržena. Pro tabulky jsou  definovány následující normální formy: 
 
Nultá normální forma - Tabulka spadá do nulté normální formy tehdy, pokud existuje 
alespoň jedna položka, která obsahuje více než jednu hodnotu. 
První normální forma -  Tabulka spadá do druhé normální formy tehdy, pokud všechny 
 řádky tabulky obsahují stejný počet položek-sloupců.  
 Rovněž jsou zakázány vícenásobné hodnoty pro jednu položku.  
Druhá normální forma - Tabulka spadá do druhé normální formy, pokud každá  její položka 
 závisí na jejím primárním klíči. 
Třetí normální forma -  Tabulka spadá do třetí normální formy, pokud žádná její položka  
 nezávisí na jiné položce, než na primárním klíči. 
Čtvrtá normální forma -  Tabulka spadá do čtvrté normální formy, je-li ve třetí a popisuje 
 pouze příčinnou souvislost (jeden fakt). 
Pátá normální forma -  Tabulka spadá do páté normální formy, pokud je ve čtvrté a není 
 možné do ní vložit nový sloupec (případně skupinu sloupců) tak, 
 aby se vlivem skrytých závislostí rozpadla na více dílčích tabulek. 
 
Teorie říká, že tabulky by měly být alespoň ve třetí normální formě. V praxi se ukazuje 
jako nejlepší rozložit vše do co nejvyšší normy, a pak dávat zpět na takovou úroveň, kterou je 
schopen unést databázový stroj [4]. 
Tabulka, která vyhovuje třetí normální formě, se považuje za normalizovanou. 
 
 
5.6. SQL (Structured Query Language) 
 
Jazyk SQL byl vytvořen jako standardní dotazovací jazyk pro přístup k relačním 
databázím již v roce 1974 pod názvem Sequel. Patří mezi populární jazyk, sloužící nejen 
pro dotazovaní, ale i pro správu celé databáze. V naší webové aplikaci budeme využívat 
jeho část DQL (Data Query Language) právě pro dotazování (získání) jednotlivých 
dat z databáze NIS CLINICOM.  
 
Pro vkládání, mazání a upravovaní jednotlivých dat a struktur v tabulkách, které jsou 
obsaženy v databázi, využíváme jazyk DML (Data Manipulation Language).  
 
Vytváření, mazání a změny jednotlivých tabulek (datových struktur)  pak provádíme 
pomocí jazyka DDL (Data Definition Language). 
 
Samotné dotazování na jednotlivé záznamy provádíme pomocí již zmíněného jazyka 
DQL. Bezpochyby nejznámějším příkazem jazyka DQL je „SELECT“. Tento příkaz (dotaz) 








Vybrané parametry pro příkaz SELECT, které budeme využívat jsou následující: 
 
Nejprve je zadán seznam výrazů, který většinou obsahuje odkaz na sloupce příslušných 
tabulek. Můžeme použít kombinaci sloupců nebo vybrat všechny sloupce z příslušných 
tabulek pomocí zástupného znaku „ * “. 
 
Za výběrem sloupců následuje klauzule  „FROM“, za kterou je uveden zdroj dat, kterým 
je nejčastěji tabulka, případně seznam tabulek. Určuje tedy, z kterých zdrojů se mají zadané 
sloupce vybírat. Pokud zvolíme více jak jeden zdroj, dojde k provedení kartézského součinu, 
který sloučí zadané zdroje dohromady.  
 
Pro přehlednost výsledného dotazu ovšem využijeme klauzuli „JOIN“. Ta umožňuje 
spojení zdrojů a aplikaci predikátů, které se povinně vkládají za klíčové slovo „ON“. 
Samotné spojení dělíme na vnější a vnitřní.  
 
Pro vysvětlení si uvedeme příklad z databáze NIS CLINICOM. Pokud chceme spojit 
tabulku, obsahující informace o pacientech, s tabulkou, která obsahuje jejich jednotlivé 
diagnózy, musíme použít vnějšího spojení, jelikož každý pacient nemusí mít zadanou 
diagnózu. V případě vnitřního spojení by takový záznam nebyl v celkovém výběru zobrazen.  
Jestliže by měl každý pacient povinně zadanou diagnózu, mohli bychom použít spojení 
vnitřní. Klíčovým slovem „ON“ následně určíme podle jaké podmínky se mají nalezená data 
z tabulky sloučit (například podle id). Dále může následovat klauzule „WHERE“, sloužící 
k zobrazení řádků, které vyhovují zadané podmínce. 
 
Výsledné nalezené  záznamy našeho dotazu můžeme rovněž seskupovat do řádků, které 
mají stejnou (zadanou) hodnotu pomocí „GROUP BY“. Případně  je můžeme řadit pomocí 
klauzule  „ORDER BY“, která definuje, jak budou řádky vráceny na výstup (do výstupní 
tabulky příkazu SELECT). Například zajistí abecední seřazení záznamu podle jména.  
 
Ukázka příkazu SELECT, jazyka Caché SQL:  
 
SELECT  SUBSTRING(DGICD10,1,3) AS DG_1Znak, ICICD10, ICPopis   
FROM  SQLUser.VDiagnoza  
LEFT JOIN  SQLUser.VICD10KS  ON  DGICD10=ICICD10  

















6. Caché Server Pages (CSP) 
 
Caché Server Pages (CSP) je v Caché podporováno od verze 4. 
Umožňuje vytvářet dynamický webový obsah závislý na čase, vazbách v uložených datech, 
uživatelských skupin apod. a dokonce  i na obsahu, který byl vygenerován náhodně. 
Umožňuje to princip stránek HTML (HyperText Markup Language) se specifickými 
značkami (tagy), které jsou prováděny na straně serveru Caché pokaždé, když je stránka 
vyvolána a vrací individuální obsah stránky Caché Server Pages. V CSP může být integrován 
nejen jazyk HTML, ale i obrázky a libovolné další binární soubory [10].  
Jinak řečeno, umožňuje CSP vytváření dynamických internetových stránek. 
Jednoduchý příklad zobrazuje následující obrázek č. 10.  
 
 
Obr. 10: Ukázka zpracováni jednoduchého skriptu na straně serveru 
 
CSP nejprve zpracuje skripty, určené ke zpracování na straně serveru, a poté je uživateli 
přenesen výsledek jejich činnosti. Přičemž výsledek je začleněn přímo do struktury jazyka 
HTML. Při tvorbě dynamického obsahu nám CSP nabízí sadu jazykových prvků, mezi které 
patří: provádění skriptů, databázové dotazy, cykly, větvení kódu, substituce hodnot atd.  




6.1. Substituce hodnot  
 
CSP umožňuje využívání proměnných, které budou při běhu programu nahrazeny 
aktuální hodnotou dané proměnné. Příkladem jednoduché substituce hodnot je proměnná 
„vysledek“ v našem vzorovém příkladu na obrázku č. 10.  
Pokud bychom chtěli zobrazit výsledek proměnné na straně klienta, použili bychom 
na straně serveru výraz v následujícím tvaru „#(vysledek)#“. Hodnota proměnné bude 
  33
při generování nahrazena za její obsah, tedy za číslo „6“. K substituci hodnot ovšem nemusí 
docházet pouze při generování stránky, ale i při samotné kompilaci. Takovou substituci 
rozeznáme podle výrazu „##( ... )##“. V naší webové aplikaci je takto řešena položka 
„Poslední úprava provedena:“. 
 
 
6.2. Provádění skriptů 
 
Provádění skriptů je rovněž ukázáno na vzorovém obrázku č.10. Skript samotný 
rozeznáme díky značce „script“. Za touto značkou musíme zapsat skriptovací jazyk, 
kterým bude daný skript napsán. Caché Server Pages podporuje tyto skriptovací jazyky: 
Caché ObjectScript, Caché SQL, Caché Basic, VBScript a JavaScript.  
Dále určíme na jaké straně bude skript zpracován, zda na straně serveru či klienta.  





Cykly všeobecně známe téměř z každého programovacího jazyka. Obsah cyklu je 
vykonáván do doby, dokud neskončí zadaná podmínka. Stejně tak je tomu u CSP cyklu. 
Značkovací cykly jazyka CSP jsou například „CSP:LOOP“ a „CSP:WHILE“. 
Při tvorbě webových aplikací s přístupem do databáze se bez druhého jmenovaného cyklu 
pouze stěží obejdeme. V naší aplikaci jej budeme využívat pro cyklické opakování výpisu dat 
z databáze, které nám umožní vypsat jednotlivé řádky. Například výběr diagnózy je rovněž 
řešen cyklem WHILE. Blok celého cyklu je ukončen značkou „</CSP:WHILE>“, za kterou 
se již cyklus neprovádí (viz zdrojový kód programu v příloze č.1). 
 
 
6.4. Větvení kódu 
 
Podobně jako cykly podporuje CSP i větvení kódu. Díky větvení kódu jsme schopni 
zpracovávat chod aplikace dle zadaných podmínek. Mezi základní značky pro větvení kódu 
patří „CSP:IF“, který je možné doplnit značkou „CSP:ELSE“ případně „CSP:ELSEIF“.  
Blok obsahu podmínky IF je pak zakončen značkou „</CSP:IF>“. Jednoduchý příklad 
využití větvení programu je na obrázku 13, kde dle vyhodnocení podmínky IF, na serveru, 
dojde k výpisu na straně klienta. Pokud by byl obsah proměnné „vysledek“ nižší než zadaná 
podmínka, vyhodnotil by jí server při zpracování jako nepravdivou a zpracoval by obsah, 
který je uložen v bloku značky CSP:ELSE.  Jednotlivé podmínky můžeme vkládat  
„do sebe“, čímž bude docházet k neustále rozsáhlejšímu větvení programu. Ovšem je velmi 
důležité, abychom při realizaci větvení programu nezapomněli, každou z podmínek řádně 
ukončit. 
 
6.5. Databázové dotazy 
 
Databázové dotazy nám umožňují zobrazit konkrétní data z naší databáze. CSP podporuje 
dvě formy zápisu. Dynamické databázové dotazy, které zapisujeme stejně jako skripty jazyka 
Caché SQL. Předdefinované  databázové dotazy pak vkládáme do značek „SQL:QUERY“. 
Obě varianty využívají  již zmiňovaný jazyk SQL.  Konkrétním zápisem SQL dotazů se již 
zabývat nebudeme. 
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7. Realizace webové aplikace 
 
Nyní, po objasnění základních struktur pro tvorbu webové aplikace, můžeme přistoupit 
k samotné realizaci. Jak již bylo zmíněno, aplikace bude realizována pouze pomocí jednoho 
serveru, na němž je plně funkční InterSystems Caché včetně podpory Caché Server Pages.  
Nejprve jsme „prozkoumali“ strukturu databáze NIS CLINICOM, abychom mohli správně 
určit jednotlivé vztahy mezi tabulkami (relační přístup). Struktura tabulek, které budeme 
pro výpis pacientů dle zadané diagnózy potřebovat, je, včetně jejich vztahu, vyobrazena 
na obrázku 11. Strukturu jsme zjistili pomocí Caché SQL Manageru, který je součástí kostky 
Caché.  
 
Obr. 11: E-R diagram vybraných tabulek NIS CLINICOM 
 
Nyní, když známe potřebné tabulky ze struktury databáze NIS CLINICOM, stojí před 
námi důležitý úkol, kterým je správně navrhnout programový diagram.  
  35
Diagram na obrázku 12 vyobrazuje finální blokovou strukturu programu.  
Nejedná se ovšem o první návrh, ale zhruba již o patnáctý. Z důvodu neznalosti kódu 
pro CSP byl diagram postupně vylepšován až do současné finální podoby. 
 
Obr. 12: Konečná verze programového diagramu 
 
Konkrétní strukturu zdrojového kódu webové aplikace je možné nalézt v příloze č.1, zde si 
zobrazíme pouze ukázku jeho větvení bez jednotlivých cyklů (viz obrázek 12).  
 
 
Obr. 13: Ukázka větvení zdrojového kódu 
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Celý zdrojový kód webové aplikace je uložen v jednom souboru, přičemž odkazování 
probíhá opět na tento soubor, kde je podle přeposlané proměnné aktivována vždy určitá  
část-větev programu. 
V praxi, kde by byla tato webová aplikace pouhou součástí rozsáhlého projektu,    
bychom pravděpodobně použili rozdělení kódu dle jednotlivých částí do více souborů. 
Například kaskádové styly (CSS), sloužící převážně pro úpravu vzhledu stránky, by byly 
uloženy v jednom souboru a nebylo by je tedy zapotřebí neustále zapisovat do zdrojového 
kódu pro každou příslušnou stránku, ale stačilo by se pouze odkazovat na soubor, který by 
kaskádové styly obsahoval. Toto řešení značně zjednodušuje zápis a hlavně případné 
opravy/úpravy vzhledu atd. 
Pro naší webovou aplikaci jsme zvolili nenáročný a jednoduchý vzhled. 
 
 
7.1. Popis webové aplikace 
  
Nyní si uživatelsky popíšeme jednotlivé části programu, jenž korespondují s diagramem 
návrhu: 
 
Na úvodní stránce (http://147.229.77.5:19727/csp/TRN/bpmholub.csp) jsme vyzváni 
k přihlášení (viz obr.14). Zabezpečení vstupním heslem je pouze symbolické a jméno 
uživatele může být libovolné. Vstupní heslo je nastaveno na: „diag“.  
Pod přihlášením je vložen blok, který nás bude ve všech úrovních webové aplikace 
informovat o aktuálním datu a celkovém počtu zobrazených stránek. Slabě jsou pak 
vyznačeny údaje týkající se důvodu vzniku webové aplikace včetně autora a data její poslední 
úpravy. V případě, že zadáme neplatné heslo, budeme vyzváni k opětovnému zadání 
přihlašovacích údajů (viz obr.15). Po zadání platného hesla jsme přesměrováni 
na vyhledávání záznamů dle zvolené diagnózy. Odhlásit se po přihlášení můžeme kdykoliv 
kliknutím na tlačítko „Odhlásit uživatele: ... „.  
 
 
Obr. 14: Úvodní stránka webové aplikace 
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Obr. 15: Výzva k zadání správného hesla 
 
Výběr diagnózy, pro kterou budou zobrazeny nalezené záznamy pacientů je rovněž  
realizována dynamicky. Seznam (viz obrázek 16) tedy obsahuje jen diagnózy, které jsou 
nalezeny v databázi u jednoho či více pacientů. V případě, že by byla pacientovi zadána 
diagnóza, která by doposud nebyla nalezena u jiného pacienta, výběr by se automaticky 
po novém načtení stránky o tuto diagnózu rozšířil. Pro přehlednost jsou infekční a parazitární 
diagnózy označeny červeně. Po vybrání požadované diagnózy a stisknuti tlačítka „Vyhledat“, 
budou zobrazeny záznamy pacientů se zadanou diagnózou. 
 
 
Obr. 16: Ukázka výběru požadované diagnózy 
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Tabulka nalezených výsledků hledání obsahuje následující položky: 
 
DG kód - jedná se o kód dle 10. mezinárodní klasifikace nemocí (MKN10). 
Popis diagnózy - jedná se o přesný název diagnózy dle MKN10.  
DG Poprvé - informuje o tom, zda byla diagnóza zjištěna poprvé.  
 Možnosti jsou: Ano, Ne, Nezjištěno, Nezadáno. 
 Za jejich korektnost je odpovědný zadavatel diagnózy (např. lékař). 
Příjmení, Jméno, Rodné číslo - jedná se o údaje pacienta, u něhož byla zadaná  
 diagnóza v databázi NIS CLINICOM nalezena. 
Datum a čas - informuje o datu a času zadání diagnózy, případně její aktualizaci. 
Lékař - obsahuje zkratku zadavatele diagnózy, lékaře, případně, v rámci výuky 
 na UBMI, se jedná o studenty. 
 
 
     
Obr. 17: Ukázka výsledku hledání dle zadané diagnózy 
 
 
Pod tabulkou s výsledky hledání zadané diagnózy je zobrazen počet nalezených záznamů 
a počet záznamů s rozdílnou diagnózou. Celkový počet záznamů v databázi je dán jejich 
součtem. 
 
Pokud chceme vyhledat jinou diagnózu, můžeme tak učinit po kliknutí na tlačítko 
„zpět na zadání diagnózy“. Jestli si ovšem přejeme zobrazit nalezené záznamy ve formátu 
datového standardu ministerstva zdravotnictví, klikneme na tlačítko „zobrazit vzorové DS“ 






Obr. 18: Ukázka zobrazení vygenerovaného vzorového DS 
 
Vygenerovaný kód obsahuje údaje z výše umístěné tabulky s výsledky hledání. Jednotlivé 
bloky datového standardu jsou vypsány dle specifikace verze 3.01.01. Hlavička je pouze 
ukázková. Záznamy o pacientech jsou zobrazeny dle zadaných kriterií a nalezených údajů. 
Pokud by u pacienta byla nalezená diagnóza zadaná více než jednou, bude o ní blok pacienta 
automaticky doplněn, aniž by byl ukončen a opětovně otevřen. 
Zobrazený kód (viz obr. 18) je možné zavřít tlačítkem „zavřít vzorové DS“, nebo případným 
odhlášením (obrázek 19). 
 
 




V bakalářské práci jsme se nejprve zaměřili na poměrně složitou strukturu bloků 
datového standardu Ministerstva zdravotnictví České republiky a jeho postupný vývoj. 
Rovněž jsme se zabývali značkovacími jazyky od jejich vzniku až po současné využití 
v datovém standardu spolu s definicí typu dokumentu. Právě spojení značkovacího jazyka 
XML a DTD plně splňuje potřeby datového standardu.  
Poté jsme stručně popsali možnosti přístupu do nemocničního informačního systému 
CLINICOM firmy SMS pomocí grafického rozhraní CareCenter, NetAccess, včetně 
textového/terminálového rozhraní. Terminálové rozhraní sice nenabízí takový komfort jako 
rozhraní grafické, ale působí rovněž přehledně a uceleně.  
Dále jsme se v práci zaměřili na databázovou platformu Caché včetně poskytovaných 
utilit. Právě databázi Caché využívá NIS CLINICOM pro ukládání svých dat. Z utilit Caché 
jsme si podrobněji ukázali ty, které jsme použili při realizaci naší webové aplikace. 
K realizaci webové aplikace jsme využili jednoduchého webového serveru s podporou CSP, 
jenž je součástí instalačního balíčku Caché americké firmy InterSystems.  
Tímto nám odpadla nutnost instalace dalšího webového serveru.  
Stávající konfiguraci serveru s databází Caché bylo potřeba upravit, aby podporoval 
české znaky a kódování „WINDOWS-1250“. Touto úpravou došlo ke správnému 
zobrazování českých znaků v záznamech, které jsme získaly SQL dotazem z databáze NIS 
CLINICOM. Znaky s českou diakritikou, které byly zapsány přímo ve zdrojovém kódu 
jazyka CSP pomocí Caché Studia, se bohužel nezobrazovaly korektně. Nebylo tedy možné 
běžným způsobem docílit korektního zobrazení českých znaků v celé webové aplikaci. 
Nakonec byl tento problém vyřešen použitím HTML entit, které jsou součástí standardu 
HTML a slouží k reprezentaci znaků nezávisle na nastavení kódové stránky. 
Výsledkem této práce je plně funkční dynamická webová aplikace realizovaná pomocí 
jazyka CSP. Aplikace umožňuje vyhledat a zobrazit záznamy pacientů z databáze NIS 
CLINICOM dle námi zvoleného kódu diagnózy (Mezinárodní klasifikace nemocí verze 10). 
Nalezené záznamy je možné zobrazit v datovém standardu Ministerstva zdravotnictví 
České republiky. Takto připravená data, respektive datová zpráva, není v této práci zasílána 
na další server. V budoucnu by tato data mohla sloužit k hlášení do národního registru 
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Příloha č.1 - Kompletní zdrojový kód webové aplikace (bpmholub.csp) 
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