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ARM advanced RISC machine razsˇirjena vrsta RISC arhitek-
ture
ASCII american standard code for in-
formation interchange
standardni nabor znakov
CS chip select signal namenjen izbiri cˇipa
DIP dual in-line package nacˇin postavitve pinov na cˇipu




JTAG joint test action group standard, ki prepisuje obliko
razhrosˇcˇevalnega vmesnika
MISO master in slave out podatkovni signal, ki potuje od
suzˇnja proti gospodarju
MOSI master out slave in podatkovni signal, ki potuje od
gospodarja proti suzˇnju
QSPI quad serial peripheral interface serijski periferni vmesnik po
sˇtirih vodilih
RAM random access memory bralno-pisalni pomnilnik
RISC reduced instruction set compu-
ter
racˇunalnik s skrcˇenim nabo-
rom ukazov
ROM read only memory bralni pomnilnik
SFDP serial flash discoverable para-
meters
standard, ki prepisuje nacˇin
poizvedbe po parametrih serij-
skih bliskovnih pomnilnikov
SPI serial peripheral interface serijski periferni vmesnik
SS/CS slave select signal za izbiro suzˇenjske na-
prave
SWD serial wire debug razhrosˇcˇevanje po serijskem
vodilu
UMI universal monitor interface univerzalni nadzorni vmesnik
WE write enable ukaz za omogocˇanje pisanja
WP write protect zasˇcˇita pred pisanjem
XML extensible markup language razsˇirljiv oznacˇevalni jezik
Povzetek
Naslov: Odkrivanje parametrov serijskih bliskovnih pomnilnikov po stan-
dardu SFDP
Avtor: Robert Kalem
Uporaba vgrajenih sistemov se vztrajno sˇiri na mnoga podrocˇja, tako se
zahteve od sistema do sistema lahko zelo razlikujejo. Zahteve pomnilniˇskih
naprav v vgrajenih sistemih prav tako zavisijo od njihove zahtevnosti in
implementacije. V primeru sistemov, ki za delovanje potrebujejo obsezˇno
kodo, se zaradi cenovnih ugodnosti pogosto odlocˇimo za uporabo serijskega
bliskovnega pomnilnika. Med razvojem taksˇnega sistema se zahteve lahko
spremenijo in je potrebno uporabiti drugacˇen serijski bliskovni pomnilnik,
pri cˇemer je komunikacijo z novim pomnilnikom potrebno primerno nasta-
viti. Da bi poenostavili postopek taksˇne menjave, smo izkoristili parametre
iz tabel standarda SFDP ter napisali genericˇen vmesnik, ki te parametre
uposˇteva pri nastavljanju komunikacije SPI. Opravili smo raziskavo o podpr-
tosti standarda v bliskovnih pomnilnikih na trgu in si priskrbeli vecˇje sˇtevilo
pomnilnikov, ki standard podpirajo. Programsko kodo vmesnika smo na-
pisali v programskem jeziku C++ ter jo implementirali v razvojnem okolju
winIDEA, ki ga razvijamo v podjetju iSYSTEM Labs. Delovanje smo te-
stirali na vseh bliskovnih pomnilnikih, ki so nam bili na voljo. V zakljucˇku
diplomske naloge smo si zastavili tudi cilje za nadaljnji razvoj.
Kljucˇne besede: vgrajeni sistemi, serijska komunikacija, bliskovni pomnil-
niki.
Abstract
Title: Serial flash memory parameters discovery using the SFDP standard
Author: Robert Kalem
The use of embedded systems is steadily expanding in many fields, so the
requirements can vary greatly between different systems. The requirements
of storage devices in embedded systems also depend on their complexity and
implementation. In case of systems that require extensive code to operate
properly, we often choose to use serial peripheral memory for cost reasons.
During the development of such systems, the requirements may change and
a different serial flash memory may have to be used, so the communication
with the new memory must be set appropriately. In order to simplify the
process of such replacement, we applied the parameters from the tables of
the SFDP standard and wrote a generic interface that uses these parameters
when setting up the SPI communication. We researched the support of the
standard in serial flash devices currently on the market and acquired a great
number of devices that support the standard. The interface code was written
in C++ and implemented in the winIDEA development environment, devel-
oped by iSYSTEM Labs. We tested and validated the performance on all
the accessible SPI flash memory devices. At the end of the thesis we set the
goals for further development of the interface.




V danasˇnjem cˇasu cˇlovekov obstoj in njegova uspesˇnost pri opravljanju vsak-
danjih nalog vse bolj zavisi od elektronskih pripomocˇkov. Ti so lahko precej
enostavni in nam le olajˇsajo preprosta opravila ali pa pomagajo pri delo-
vanju vecˇjih, bolj kompleksnih naprav in strojev. Srce taksˇnih naprav je
navadno manjˇsi racˇunalnik ali skupina teh, vsak namenjen tocˇno dolocˇeni
nalogi. Taksˇne racˇunalnike imenujemo vgrajeni sistemi. Nek vgrajen sistem
je lahko namenjen nadzoru temperature v gospodinjskem hladilniku, med-
tem ko drugi skrbi za zaznavanje cˇrte v avtomobilskem sistemu za ohranjanje
voznega pasu. Razpon aplikacij vgrajenih sistemov je vse vecˇji, vedno pogo-
steje se pojavljajo tudi na podrocˇjih, kjer je cˇlovek v preteklosti racˇunalniku
tezˇko zaupal popoln nadzor nad napravo. To velja predvsem za sisteme, kjer
je zelo kratek cˇas odziva na spremembe v zunanjem svetu kljucˇnega pomena.
Delovanje zracˇnih blazin v avtomobilu, srcˇnih spodbujevalnikov in sˇe mnogih
drugih podobnih sistemov [1] s funkcijo ohranjanja ali resˇevanja cˇlovekovega
zˇivljenja mora biti ne glede na okoliˇscˇine izredno natancˇno, zanesljivo in
karseda hitro. Zaupanju v sisteme z zˇivljensko pomembnimi nalogami je
mocˇno pripomogel razvoj mikrokrmilnikov, sˇe bolj pa razvoj visoko zmoglji-
vih razvojnih in testnih orodij (na sliki 1.1), s katerimi se snovalci vgrajenih
sistemov lahko prepricˇajo o njihovi zanesljivosti. To je izredno pomembno,
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saj je na prvem mestu vedno varnost, sˇe posebej pri aplikacijah na podrocˇjih,
kot sta avtomobilska in letalska industrija.
V podjetju iSYSTEM Labs neprekinjeno poteka razvoj tako strojnih kot
programskih orodij za razvoj in testiranje vgrajenih sistemov. Temelj iS-
YSTEM razvojnega okolja predstavlja winIDEA, programsko razvojno in
testno orodje, ki se s cˇasom vedno bolj izpopolnjuje in prilagaja trenutno
aktualnim tehnologijam na trgu, s katerimi bi stranke zˇelele snovati svoje
produkte. Cilj je ponujati natancˇna in kakovostna orodja, ki razvijalcu
omogocˇajo cˇim bolj ucˇinkovito delo.
Slika 1.1: Razvojna orodja podjetja iSYSTEM [2].
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V tej diplomski nalogi smo se posvetili zunanjim serijskim bliskovnim pomnil-
nikom ter nacˇinu konfiguriranja komunikacije z njimi. Za zagotovitev uspesˇne
interakcije s serijskimi bliskovnimi pomnilniki razvijalci v podjetju napiˇsejo
datoteke .flash/XML formata, preko katerih winIDEA pridobi zgradbo bli-
skovnega pomnilnika ter njegove lastnosti. V izogib zamudnemu pisanju
tovrstnih datotek ter omejeni pokritosti podpore smo se odlocˇili izkoristiti
standard SFDP. Ta predpisuje, kako naj proizvajalci serijskih bliskovnih po-
mnilnikov v svoje naprave zapiˇsejo predstavitev parametrov, ki jih uporab-
nik potrebuje za pravilno in ucˇinkovito izkoriˇscˇanje naprave. Cilj diplomske
naloge je izdelati programski vmesnik, ki z uposˇtevanjem standarda SFDP
samodejno prebere parametre iz tabel ter nastavi komunikacijo za poljuben
serijski bliskovni pomnilnik, ki ta standard podpira. Bralcu zˇelimo opisati






Bliskovni pomnilnik je okoli leta 1975 izumil Fujio Masuoka za podjetje
Toshiba, ki je leta 1978 ta izum patentiralo [3]. Po predstavitvi bliskov-
nih pomnilnikov tipa NOR in NAND so bili izdani prvi bliskovni pomnilniki
za komercialne namene v letih 1987 in 1988 s strani podjetij Toshiba in Intel
Corporation. Imenovali so jih bliskovni pomnilniki zaradi mozˇnosti bliskovi-
tega brisanja vsebine v vecˇjih blokih, pogosto tudi celotno vsebino neankrat.
Ta nova oblika pomnilnika, predvsem bliskovni pomnilnik tipa NOR, je pred-
stavila primerno zamenjavo za pomnilnike ROM, ki so namenjeni hranjenju
programske kode, ki jo je redko potrebno popravljati ali zamenjati. Bliskovni
pomnilniki so pomnilniˇske naprave s trajnim pomnenjem, njihovo vsebino pa
je mozˇno elektricˇno izbrisati in ponovno programirati. Namenjeni so pred-
vsem hranjenju izvrsˇljive programske kode za razne elektronske naprave, ki
jih poganjajo mikrokrmilniki. V mnogih sistemih se ob zagonu vsebina bli-
skovnega pomnilnika navadno prenese v hitrejˇsi pomnilnik RAM, od koder
procesor nato jemlje in izvaja ukaze, v nekaterih sistemih pa lahko procesor
ukaze izvaja neposredno iz bliskovnega pomnilnika. Zaradi majhnega sˇtevila
potrebnih pinov, nizke cene in nizke porabe toka se je uporaba bliskovnih
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pomnilnikov NOR hitro razsˇirila tudi na vgrajene sisteme [4]. Veliko mi-
krokrmilnikov zˇe vsebuje bliskovni pomnilnik, pogosto pa se pojavi potreba
po vecˇjem, zato razvijalci vgrajenih sistemov dodajo bliskovni pomnilnik v
serijski vezavi. Mikrokrmilnik in serijski pomnilnik potrebujeta vmesnike za
komunikacijo med njima, zelo pogosto je to vmesnik za protokol SPI.
2.2 Serijski bliskovni pomnilniki v vgrajenih
sistemih
Pojem vgrajenih sistemov opisuje elektronske naprave, v katere je vgrajena
resˇitev specificˇnega problema. Vgrajen sistem tvori mnozˇica strojnih kot tudi
programskih komponent. Sistem je navadno namenjen natancˇnemu, zaneslji-
vemu in pogosto cˇasovno kriticˇnem izvajanju funkcij, tocˇno dolocˇenih s strani
inzˇenirja, ki sistem oblikuje. Srediˇscˇe taksˇnega sistema v grobem predstavlja
procesna enota s pripadajocˇim programskim pomnilnikom, iz katerega nabira
in izvaja programsko kodo, ter dolocˇen nabor vhodno-izhodnih naprav [5].
Na mestu procesne enote snovalci vgrajenih sistemov izbirajo med mikro-
procesorji in mikrokrmilniki, odvisno od zahtev sistema. Kadar gre za bolj
preproste sisteme, je ponavadi v uporabi mikrokrmilnik, v katerem vecˇina po-
trebnih komponent sobiva v istem cˇipu skupaj s programskimi pomnilniki.
Ti so navadno skromnih kapacitet, saj proizvajalci zˇelijo ohraniti minimalne
dimenzije cˇipov, nekateri novejˇsi mikrokrmilniki pa programskih pomnilnikih
sploh ne vsebujejo. Kompleksnost aplikacij na mikrokrmilnikih neprestano
raste, zato razvijalci potrebujejo vedno vecˇ pomnilnika za zapis program-
ske kode. Kadar velikost kode aplikacije presezˇe pomnilniˇske kapacitete, se
pojavi potreba po povecˇanju pomnilnika. Povecˇanje pomnilnika v samem
mikrokrmilniku pa pomeni celotno preoblikovanje cˇipa, kar je precej zah-
tevno in predstavlja zelo visoko ceno prilagoditve, zato taksˇno nadgrajevanje
mikrokrmilnikov ni ustaljena praksa. Zamenjava mikrokrmilnika prav tako
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zahteva veliko sprememb in je lahko zelo draga. Dodajanje dodatnega para-
lelnega bliskovnega pomnilnika zasede veliko sˇtevilo vhodno-izhodnih pinov
ter zahteva veliko dodatnih linij na siliciju. Namesto tega razvijalci mikrokr-
milniku dodajo zunanji serijski bliskovni pomnilnik kot periferno napravo [6],
s katero krmilnik komunicira preko dolocˇenega serijskega protokola, tipicˇno
preko protokola SPI , ki ga podpira velika vecˇina mikrokrmilnikov. Resˇitev
je enaka za mikrokrmilnike brez notranjih programskih pomnilnikov. S pro-
tokolom SPI so za uspesˇno komunikacijo potrebne le sˇtiri linije in s tem sˇtirje
vhodno-izhodni pini. Poleg tega, da je implementacija precej enostavna, je
dokaj enostavno tudi naknadno zamenjati serijski SPI pomnilnik v primeru
drugacˇnih zahtev.
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2.3 Komunikacijski protokol SPI
Protokol SPI je sinhroni serijski protokol za komunikacijo na kratke razda-
lje, za uporabo predvsem v vgrajenih sistemih. Protokol je razvilo podjetje
Motorola v 80-ih letih in je postal de facto standard za serijsko komunikacijo
[7]. Komunikacija poteka v nacˇinu polni dupleks in uporablja asimetricˇni
komunikacijski model gospodar-suzˇenj. V tipicˇnih sistemih stran gospodarja
komunikacije SPI skoraj vedno predstavlja mikrokrmilnik, ki generira uro,
na drugi strani pa imamo lahko vecˇ suzˇenjskih naprav. Komunikacija poteka
po sˇtirih linijah:
SCK/CLK - signal ure, ki ga posˇilja gospodar,
MOSI - podatkovni signal, ki ga posˇilja gospodar,
MISO - podatkovni signal, ki ga posˇilja suzˇenj,
SS/CS - signal za izbiro suzˇnja, nastavi ga gospodar.
Slika 2.1: Shema komunikacije SPI.
Za sinhronizacijo med napravami mikrokmilnik generira urine impulze na vo-
dilu CLK, suzˇnja pa izbere tako, da na vodilu SS/CS nastavi ustrezen nivo,
ponavadi nizek nivo, logicˇno nicˇlo. V kolikor je priklopljenih vecˇ suzˇenjskih
naprav, mora gospodar za vsako imeti svoje locˇeno vodilo SS/CS. Ko mi-
krokrmilnik zˇeli inicializirati komunikacijo, posˇlje podatke, navadno ukaz,
po liniji MOSI. Cˇe pricˇakuje odgovor od suzˇenjske naprave, mora generirati
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sˇe dodatno, vnaprej dolocˇeno sˇtevilo urinih ciklov, med katerimi suzˇenj na
vodilo MISO nalozˇi podatke. Gospodar mora tako poznati tudi format in ve-
likost pricˇakovanega odgovora, da bi suzˇenjski napravi generiral dovolj urinih
ciklov in tako pravilno v celoti prejel vrnjene podatke.
Sekvence za pravilno komunikacijo z napravo SPI, kot na sliki 2.2, dolocˇa
proizvajalec in so navadno opisane v podatkovnih listih naprave [8].
Slika 2.2: Shema signalov za omogocˇanje pisanja na pomnilniku W25Q256JV
[8].
Pogosta je tudi razsˇiritev protokola SPI, kjer gospodar lahko posˇiljanja po-
datke po vodilih MISO in MOSI hkrati v nacˇinu polovicˇni dupleks, tako je
kolicˇina poslanih podatkov podvojena, za sprejem odgovora suzˇenjske na-
prave pa ji je potrebno prepustiti obe vodili in pocˇakati na odgovor. Ta
nacˇin uporabe se imenuje Dual-SPI.
Z dodajanjem novih fizicˇnih linij na straneh krmilnika komunikacije SPI in
periferne naprave SPI pa komunikacija lahko poteka po protokolu QSPI ali





Kratica SFDP oznacˇuje standard za zapis parametrov serijskih bliskovnih po-
mnilnikov. Standard je vpeljala mednarodna organizacija za standardizacijo
mikroelektronske industrije JEDEC [10]. Predpisuje strukturo tabel s para-
metri ter nacˇin poizvedovanja po dolocˇenih parametrih, ki jih potrebujemo za
ucˇinkovito komunikacijo ter dobro izrabo zmogljivosti bliskovnih pomnilni-
kov. Standard dolocˇa le vsebino in dostop do nje, za pravilno implementacijo
v pomnilnik pa mora poskrbeti proizvajalec sam. Dolocˇeno je, da se naslovni
prostor tabel SFDP ne sme nikoli prekrivati z naslovnim prostorom pomnil-
nika, tako je vsebina pomnilnika povsem locˇena in zasˇcˇitena. Proizvajalec
mora pred izdajo bliskovnega pomnilnika poskrbeti tudi za onemogocˇanje
pisanja v tabele SFDP.
Po vsebini tabele SFDP poizvedujemo s sekvenco, sestavljeno iz ukaza, na-
slova ter cˇakalnih urinih ciklov. Sekvenca je dolocˇena s standardom in je pri
vseh serijskih bliskovnih pomnilnikih, ki SFDP podpirajo, enaka. Komuni-
kacija poteka sinhrono s frekvenco urinega signala na liniji CLK. Ukaz za
branje tabel SFDP je sˇestnajstiˇska vrednost 0x5A , naslavljamo pa jih z rela-
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tivnim tribajtnim naslovom glede na zacˇetek tabele. Z ukazom in naslovom
je potrebno poslati sˇe osem bitov, katerih vrednost je poljubna, saj koristijo
le kot cˇakalni urini cikli, ki pomnilniku pustijo cˇas za odgovor. Potek smo
prikazali z izvlecˇkom iz dokumenta standarda na sliki 3.1.
Slika 3.1: Diagram izvedbe ukaza za branje vsebine SDFP [10].
Leta 2011 je bila predstavljena prva razlicˇica standarda SFDP 1.0 (pod
oznako JESD 216). Standard SFDP 1.0 vsebuje tabelo s 36 bajti osnov-
nih parametrov bliskovnega pomnilnika. Ta del tabele je prisoten tudi v
kasnejˇsih razlicˇicah standarda, tako da je vedno na voljo. Leta 2013 je pred-
stavljena razlicˇica SFDP 1.5, ki vsebuje 62 bajtov parametrov, leto kasneje
pa sˇe razlicˇica SFDP 1.6, ki poleg osnovne tabele lahko vsebuje sˇe podatke o
razporeditvi sektorjev bliskovnega pomnilnika ter nabor ukazov za uporabo v
nacˇinu s sˇtiribajtnim naslavljanjem. Zadnja aktualna razlicˇica standarda je
razlicˇica SFDP 1.8, ki v svojih tabelah nudi podatke o komunikaciji po proto-
kolu OctaSPI, torej po protokolu SPI po osmih podatkovnih linijah. V cˇasu
pisanja te diplomske naloge je bila ta razlicˇica standarda sˇe precej svezˇa in
redko uporabljena v bliskovnih pomnilnikih, zato smo implementacijo pustili
za cˇas, ko bo na voljo dovolj naprav za dobro testiranje.
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3.2 Tabele SFDP
3.2.1 Skupna glava standarda SFDP
Vsebina tabel standarda SFDP je razdeljena v vecˇ manjˇsih tabel s pripa-
dajocˇimi glavami. Na samem zacˇetku tabele SFDP je vedno glava tabele
SFDP velikosti osem bajtov, ki vsebuje podpis standarda, razlicˇico stan-
darda ter sˇtevilo glav tabel s parametri, ki sledijo. Podpis standarda je
sˇtiribajtna sˇestnajstiˇska vrednost 0x50444653, kar je ASCII vrednost zapisa
kratice SFDP in sluzˇi preverjanju pravilnosti branja tabele SFDP.
3.2.2 Glave tabel s parametri
Standard SFDP lahko vsebuje vecˇ kot le eno tabelo s parametri, zato ima
vsaka tabela svojo glavo. Glave tabel s parametri so velike osem bajtov in si
sledijo zaporedno za glavo SFDP. Vedno je prisotna najmanj ena glava tabel
s parametri. Na sliki 3.1 smo prikazali zgradbo glav v tabelah SFDP.
Glave tabel vsebujejo identifikacijsko sˇtevilko za prepoznavanje vrste ta-
bele, dolzˇino tabele, sˇtevilko razlicˇice standarda ter kazalec na zacˇetek ta-
bele. Sˇtevilko razlicˇice potrebujemo, ker tabela SFDP lahko vsebuje tabele
razlicˇnih razlicˇic hkrati, na primer razlicˇico SFDP 1.0 in SFDP 1.5. Identi-
fikacijska sˇtevilka oznacˇuje tip tabele. Po standardu so predpisane naslednje
identifikacijske sˇtevilke:
0xFF00 Osnovna tabela za protokol SPI (Basic SPI)
0xFF81 Tabela razporeditev sektorjev (Sector map)
0xFF84 Tabela ukazov za uporabo v nacˇinu s sˇtiribajtnim naslavljanjem
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Tabela 3.1: Graficˇen prikaz ureditve glav tabel
Vsak proizvajalec serijskih bliskovnih pomnilnikov lahko doda tudi svojo ta-
belo, v katero zapiˇse poljubne informacije o napravi. Standard ne predpisuje
oblike proizvajalcˇevih tabel, tako da branja le-teh nismo mogli vkljucˇiti v
nasˇo implementacijo.
3.2.3 Osnovna tabela SPI
Uporaba osnovne tabele za protokol SPI je v standardu SFDP obvezna, tako
da je prisotna v vsakem bliskovnem pomnilniku in se vedno lahko zane-
semo na uporabo parametrov, ki jih vsebuje. Vsebina tabel je razdeljena na
sˇtiribajtne bloke. Parametri so navadno kodirani z nekaj biti, katerih pomen
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je dolocˇen v dokumentu standarda.
Osnovna tabela razlicˇice SFDP 1.0
Osnovna tabela v razlicˇici SFDP 1.0 hrani devet sˇtiribajtnih blokov, torej
36 bajtov parametrov. Prvi blok je namenjen poizvedovanju o osnovnih
lastnostih pomnilnika. Zaporedno si sledijo:
• ali je podprto brisanje 4KB pomnilniˇskih blokov,
• ali je podprto pisanje v blokih vecˇjih ali manjˇsih od 64 bajtov naenkrat,
• ali so biti za zasˇcˇito blokov pomnilnika v statusnem registru trajni
(trajno pomnenje),
• ukaz za omogocˇanje pisanja v statusni register (WRITE ENABLE),
• ukaz za brisanje 4KB pomnilniˇskega bloka, cˇe je ta podprt,
• podpora branja v nacˇinu 1-1-2 (ukaz in naslov po enem vodilu, podatki
po dveh vodilih),
• sˇtevilo bajtov, potrebnih za naslavljanje pomnilniˇskega prostora bli-
skovnega pomnilnika,
• podpora delovanju v nacˇinu z dvojno hitrostjo prenosa (DTR dual
transfer rate),
• podpora branja v nacˇinu 1-2-2 (ukaz po enem vodilu, naslov in podatki
po dveh vodilih),
• podpora branja v nacˇinu 1-4-4 (ukaz po enem vodilu, naslov in podatki
po sˇtirih vodilih),
• podpora branja v nacˇinu 1-1-4 (ukaz in naslov po enem vodilu, podatki
po sˇtirih vodilih).
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Osnovna tabela razlicˇice SFDP 1.5
V razlicˇici SFDP 1.5 je osnovna tabela SPI nadgrajena z dodatnimi sedmimi
bloki parametrov, torej znasˇa 64 bajtov parametrov. Prvo polje hrani tipicˇne
cˇase brisanja za vse sˇtiri tipe sektorjev, ki so opisani v poljih 8 in 9, ter faktor
za izracˇun maksimalnega cˇasa brisanja.
Naslednji blok vsebuje tipicˇen cˇas brisanja celotne vsebine bliskovnega po-
mnilnika, velikost strani pisanja, ter tipicˇne cˇase pisanja:
• tipicˇen cˇas pisanja prvega bajta,
• cˇas pisanja naslednjega bajta,
• cˇas pisanja strani,
• faktor za izracˇun maksimalnega cˇasa pisanja.
Te podatke lahko izkoriˇscˇamo za primerjavo z izmerjenimi cˇasi pisanja in
tako zaznavamo neuspele operacije.
Bloka 12 in 13 hranita informacije o podpori ustavljanja in nadaljevanja
operacij pisanja in brisanja. Vsebujeta ukaze za ustavljanje in nadaljevanje,
tipicˇne cˇase ustavljanja in nadaljevanja za obe operaciji, ter kodiran seznam
operacij, ki so med ustavljeno operacijo onemogocˇene.
V naslednjem bloku je opisana podpora globokega spanja pomnilnika, ki je
mehanizem, namenjen varcˇevanju energije. Cˇe je globoko spanje pomnilnika
podprto, sta definirana ukaza za vstop in izstop iz nacˇina globokega spanja,
ter cˇas, ki je potreben, da je naprava ponovno zbujena. V istem bloku je
tudi polje, ki predpisuje ukaz za branje statusnega registra ter bit, ki indi-
cira zasedenost naprav. Tako lahko enostavno poizvedujemo po zakljucˇku
operacije, ki se ta trenutek izvaja.
V zadnjih dveh blokih sta opisana postopka za vklop in izklop nacˇinov 0-4-4
in 4-4-4. V tem zapisu sˇtevila po vrsti predstavljajo sˇtevilo ukaznih linij,
sˇtevilo naslovnih linij ter sˇtevilo linij, ki jih uporabimo za izmenjavo po-
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datkov. Opisan je tudi postopek vklopa nacˇina QUAD. Standard uposˇteva
tipicˇne postopke za vklop nacˇina QUAD, ki jih predpisujejo proizvajalci in
jih kodira s tremi biti. Dodan je tudi bit, ki pove, ali lahko onemogocˇimo
pina HOLD in WP.
V zadnjem bloku je opisano sˇe delo z drugim statusnim registrom, cˇe ga
bliskovni pomnilnik vsebuje in vklop ter izklop delovanja s sˇtiribajtnim na-
slavljanjem.
Osnovna tabela razlicˇice SFDP 1.6
Osnovna tabela SPI je v razlicˇici SFDP 1.6 enaka tisti v SFDP 1.5, dodani
pa sta tabela z opisom razporeditve sektorjev pomnilnika ter tabela ukazov
za uporabo v nacˇinu s sˇtiribajtnim naslavljanjem.
3.2.4 Tabela razporeditve sektorjev
Tabela razporeditve sektorjev opisuje zgradbo bliskovnega pomnilnika. Ker
so operacije nad bliskovnim pomnilnikom navadno omejene z velikostjo sek-
torjev ali podsektorjev, je ta tabela kljucˇnega pomena za pravilno izrabo
pomnilnika. Preprostejˇsi pomnilniki so navadno sestavljeni iz enotnih sek-
torjev istih velikosti, bolj kompleksni pa so lahko razdeljeni v vecˇ regij, s
sektorji razlicˇnih velikosti. Pri nekaterih pomnilnikih je mozˇno izbirati med
razlicˇnimi konfiguracijami, ki jih je dolocˇil proizvajalec. Cˇe pomnilnik po-
nuja vecˇ mozˇnih konfiguracij, tabela SFDP vsebuje vecˇ tabel razporeditev
sektorjev, dodano pa je tudi ustrezno sˇtevilo tabel z opisom prepoznavanja
konfiguracij.
Tabela za prepoznavanje konfiguracije je osembajtni blok, ki vsebuje ukaz,
naslov, sˇtevilo bajtov za naslavljanje, sˇtevilo cˇakalnih ciklov ter bitno masko.
Z uporabo teh parametrov lahko izvrsˇimo ukaz, s katerim pridobimo posa-
mezne bite identifikacijske sˇtevilke trenutno nastavljene konfiguracije, ki se
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ujema z eno izmed dodanih tabel razporeditev. Pri bliskovnem pomnilniku
S25FS256 smo na primer z uporabo treh tabel za prepoznavanje konfiguracije
pridobili tri bite, z uporabo katerih lahko prepoznamo sˇest razlicˇnih konfigu-
racij pomnilnika, ki so v tem pomnilniku na voljo. Na slikah 3.2 in 3.3 sta
prikazani dve mozˇnosti razporeditev sektorjev.
Slika 3.2: Mozˇnost razporeditve sektorjev za pomnilnik S25FS256: 4KB sek-
torji na dnu, ostali sektorji velikosti 64KB [11].
Tabela razporeditev sektorjev je sestavljena iz vecˇih sˇtiribajtnih blokov. Prvi
blok hrani identifikacijsko sˇtevilko za uporabo pri izbiri konfiguracije ter
sˇtevilo regij v tej konfiguraciji, ki je tudi sˇtevilo sledecˇih sˇtiribajtnih blo-
kov, ki opisujejo posamezno regijo. Vsaka regija je opisana z velikostjo regije
in podprtostjo ukazov za brisanje. Ti ukazi so opisani v osmem in devetem
bloku osnovne tabele SPI.
Slika 3.3: Mozˇnost razporeditve sektorjev za pomnilnik S25FS256: 4KB sek-
torji na dnu, ostali sektorji velikosti 256KB [11].
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3.2.5 Tabela z ukazi s sˇtiribajtnimi naslovi
Serijske bliskovne pomnilnike, katerih kapaciteta znasˇa manj kot 16 megabaj-
tov, lahko v celoti naslavljamo s tribajtnimi naslovi. Za novejˇse pomnilnike
vecˇjih kapacitet pa moramo za doseganje celotnega pomnilniˇskega prostora
uporabiti sˇtiribajtne naslove.
Ker so bili vsi bliskovni pomnilniki v zacˇetkih manjˇsi od 16 megabajtov,
so oblikovani tako, da ob prejemu standardnega ukaza vedno preberejo tri
naslovne bajte. V primeru dela z vecˇjimi pomnilniki SPI zato potrebujemo
druge ukaze, ki pomnilniku primerno indicirajo, da ukazu sledijo sˇtirje na-
slovni bajti. Pomnilniki, ki ponujajo kapacitete viˇsje od 16 megabajtov, nava-
dno v tabelah SFDP vsebujejo tudi tabelo ukazov za uporabo s sˇtiribajtnimi
naslovi. V tabeli so podani ukazi za sˇtiri tipe brisanja, ki se ujemajo z ukazi
za brisanje iz osnovne tabele SPI, torej so namenjeni brisanju enakih velikosti
strani znotraj sektorja. Ostali ukazi pa so po standardu vnaprej dolocˇeni,
v tabeli za vsak ukaz preberemo le bit, ki oznacˇuje podprtost posameznega
ukaza.
Pri pomnilnikih, ki nimajo posebnih ukazov za uporabo s sˇtiribajtnimi na-
slovi, sˇtiribajtni nacˇin omogocˇi uporabo sˇtirih naslovnih bajtov z navadnimi




4.1 Integrirano razvojno okolje winIDEA in
modul UMI
Kljucˇno programsko orodje, ki ga izdelujemo pri podjetju iSYSTEM Labs, je
integrirano razvojno okolje winIDEA. Uporabniˇski vmesnik smo prikazali na
sliki 4.1. Skupaj z razhrosˇcˇevalniki BlueBox winIDEA omogocˇa vpogled v
stanje procesorja, zaganjanje izvrsˇljive kode, ustavljanje izvajanja ter koracˇno
izvajanje kode na povezanem vgrajenem sistemu. Pregledujemo lahko tudi
vsebino pomnilnika in jo spreminjamo.
V podjetju za dolocˇene mikrokrmilnike napiˇsemo programske module, ime-
novane UMI, ki v programskem orodju winIDEA predstavljajo vmesnik za
delo s pomnilnikom eMMC, notranjim bliskovnim pomnilnikom ali pa z zu-
nanjim serijskim bliskovnim pomnilnikom po protokolu SPI. Z moduli UMI
uporabniku omogocˇimo enostavno programiranje pomnilniˇske naprave in s
tem poenostavljen razvoj aplikacij na dolocˇenem mikrokrmilniku. Koda mo-
dula poskrbi za vso potrebno inicializacijo vhodno-izhodnih signalov in me-
hanizmov mikrokrmilnika za pravilno komunikacijo s pomnilniˇsko napravo.
Nalozˇimo jo v pomnilnik RAM, od koder jo nato izvaja mikrokrmilnik.
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Z uporabo modulov UMI lahko nad pomnilniki izvajamo:
• brisanje sektorja pomnilnika,
• brisanje celotnega pomnilnika,
• branje vsebine pomnilnika,
• pregled, ali je vsebina pomnilnika izbrisana,
• pisanje v pomnilnik,
• potrjevanje pisanja,
• polnjenje pomnilnika.
Slika 4.1: Uporabniˇski vmesnik razvojnega okolja winIDEA.
Pred izvajanjem operacij je v nastavitvah potrebno izbrati pomnilniˇsko na-
pravo, s katero zˇelimo delati. Okolje winIDEA naprave cˇrpa iz dodanih
konfiguracijskih datotek, v katerih so opisane lastnosti posameznih bliskov-
nih pomnilnikov, kar pomeni, da je izbira pomnilniˇskih naprav omejena s
sˇtevilom napisanih konfiguracijskih datotek.
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Z vpeljavo vmesnika SFDP smo se temu izognili in lahko za poljubno napravo
uporabimo le genericˇno nastavitev za naprave, ki podpirajo standard SFDP.
Razpon naprav, ki jih lahko uporabimo, se je tako znatno povecˇal, prihranili
pa smo tudi cˇas, ki bi ga sicer porabili za pisanje konfiguracijskih datotek.
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4.2 STM32F746G-DISCO
Za uporabo pri implementaciji smo izbrali razvojno plosˇcˇo STM32F746-
DISCO [12], ki jo upravlja mikrokrmilnik STM32F746 z jedrom Cortex M7,
preko protokola SPI pa uporablja zunanji bliskovni pomnilnik N25Q128A
proizvajalca Micron. Uporabljali smo predelano razvojno plosˇcˇo z dodanim
konektorjem za razhrosˇcˇevanje JTAG. S plosˇcˇe smo odstranili serijski bli-
skovni pomnilnik ter ga nadomestili s podnozˇjem za cˇipe s 16-pinskimi ohiˇsji
DIP (na sliki 4.2). Tako smo lahko poljubne serijske pomnilnike SPI, ne
glede na njihovo ohiˇsje, namestili na svoje 16-pinsko podnozˇje DIP in vsta-
vili v podnozˇje na plosˇcˇi.
Slika 4.2: Predelana razvojna plosˇcˇa STM32F746-DISCO
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4.3 BlueBox iC5700
Pri razvoju vmesnika SFDP smo uporabljali razhrosˇcˇevalnik iSYSTEM Blu-
eBox iC5700 (na sliki 4.3). Razhrosˇcˇevalnik smo uporabljali za poganjanje
kode na razvojni plosˇcˇi, dostopanje do stanja mikrokrmilnika in testiranje.
Z razvojno plosˇcˇo smo se povezali preko 20-pinskega konektorja ARM JTAG
in razhrosˇcˇevali preko vmesnika SWD.
Slika 4.3: Razhrosˇcˇevalnik iSYSTEM BlueBox iC5700 [13].
26 Robert Kalem
4.4 Bliskovni pomnilniki in pretvornik nape-
tosti
Vse bliskovne pomnilnike, ki smo jih imeli na voljo, smo namestili na 16-
pinska podnozˇja DIP. Na sliki 4.4 smo prikazali primer namestitve na podnozˇja.
V namen testiranja smo tudi pridobili nekaj novih bliskovnih pomnilnikov, ki
jih v podjetju nismo imeli. Pridobili smo predvsem pomnilnike z bolj kom-
pleksno zgradbo in s tem z boljˇsim izrabljanjem tabel SFDP, in pomnilnike,
ki so zelo pogosto v rabi.
Slika 4.4: Bliskovni pomnilniki na podnozˇjih DIP-16
Na razvojni plosˇcˇi je prvotno namesˇcˇen pomnilnik, ki za delovanje potre-
buje napetost 3,3V, zato je bilo mozˇno preizkusˇanje le 3,3-voltnih bliskovnih
pomnilnikov. Ker pa smo delovanje zˇeleli preizkusiti na tudi na bliskovnih
pomnilnikih, ki delujejo z napetostjo 1,8V, smo izdelali ustrezen pretvornik
napetosti. Pretvornik vstavimo v podnozˇje SOIC-16 na razvojni plosˇcˇi, vanj
pa poljuben 1,8-voltni bliskovni pomnilnik SPI.
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4.5 Logicˇni analizator
Za spremljanje signalov na vodilih SPI smo uporabili logicˇni analizator. To
je orodje, s katerim lahko prislusˇkujemo signalom na vodilih ter jih posna-
memo in dekodiramo po primernem protokolu. Povezali smo se na pine, ki
so potrebni za delovanje (na sliki 4.5):
• pin z urinim signalom,
• vhodno-izhodni pin 0,
• vhodno-izhodni pin 1,
• pin za izbiro suzˇenjske naprave ter
• ozemljitveni pin.
Slika 4.5: Logicˇni analizator, povezan na pine serijskega pomnilnika z upo-
rabo pretvornika napetosti.
Krmilnik SPI na strani gospodarja ob zacˇetku komunikacije nastavi signal
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za izbiro suzˇenjske naprave na logicˇno nicˇlo, zato smo ta prehod signala
uporabili kot sprozˇilec snemanja signalov. Izvajali smo enkratno snemanje
posameznih ukazov in se tako prepricˇali o pravilnosti oddanih signalov. V
programskem okolju analizatorja Logic Analyzer (na sliki 4.6) smo uporabili
dekodirnik za protokol SPI, tako da je bilo preverjanje signalov bolj enostavno
in pregledno.
Slika 4.6: Graficˇni vmesnik orodja Logic Analyzer.
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4.6 Pregled trga
Pred zacˇetkom same implementacije vmesnika SFDP smo naredili raziskavo
o podprtosti standarda SFDP v bliskovnih pomnilnikih razlicˇnih proizvajal-
cev, ki so trenutno aktualni na trgu. Pri nekaj proizvajalcih smo se tudi
neposredno pozanimali glede nacˇrtov o podprtosti standarda v napravah, ki
jih bodo izdelovali v prihodnosti. Tabela 4.1 navaja druzˇine najpogosteje
uporabljanih pomnilniˇskih naprav SPI, podprtost standarda SFDP in pod-
prtost naprave pri proizvajalcu. Raziskava je pokazala, da standarda SFDP
vecˇinoma ne podpirajo le naprave, ki so pri proizvajalcih oznacˇene za zasta-
rele. Proizvajalci vecˇine pogosto uporabljenih naprav standard zˇe podpirajo
in ga nameravajo tudi v prihodnje, saj uporabnik z uporabo parametrov lazˇje
dodobra izrabi zmozˇnosti njihovega izdelka.
Ugotovili smo, da lahko iz tabel SFDP pridobimo vse potrebne parametre
za izvajanje opracij, z izjemo ukaza za brisanje celotnega pomnilnika. V
raziskavi smo ugotovili tudi, da velika vecˇina pomnilnikov za brisanje celo-
tnega pomnilnika podpira ukaz 0xC7, tako da smo ta ukaz uporabili v nasˇi
implementaciji.
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Tabela 4.1: Tabela s statusi pogostih druzˇin bliskovnih pomnilnikov SPI.
Poglavje 5
Implementacija vmesnika
Kodo vmesnika SFDP smo napisali v programskem jeziku C++. Sestavljena
je iz datoteke z implementacijo in glave datoteke z deklaracijami funkcij,
spremenljivk in struktur, v katerih hranimo parametre, pridobljene iz tabel
SFDP.
Pri implementaciji smo se odlocˇili uporabiti razvojno plosˇcˇo za mikrokrmil-
nik STM32F7 in pripadajocˇ monitor UMI za delo s pomnilniki SPI. Najprej
smo naredili kopijo tega monitorja ter v datoteki s funkcijami, namenjenimi
razhrosˇcˇevanju, dodali funkcije za delo s tabelami SFDP. Ko smo preizkusili
delovanje osnovnih operacij, smo pricˇeli z implementacijo nasˇega vmesnika.
5.1 Dedovane funkcije
Izhajali smo iz kode gonilnika za monitorje UMI in naredili nov razred
CUMIMonDriver_Ver3_QSPI_SFDP,ki deduje razred CUMIMonDriver_Ver3.Ta
vsebuje kodo za izvajanje vseh potrebnih operacij za delo z bliskovnimi




Iz starsˇevskega razreda smo dedovali funkcije za operacije nad bliskovnim
pomnilnikom, in sicer funkcije, s katerimi izvajamo:
• programiranje bliskovnega pomnilnika,
• brisanje celotnega pomnilnika,
• brisanje sektorja pomnilnika,
• branje iz pomnilnika,
• preverjanje, ali je pomnilnik prazen,
• pisanje dolocˇene vrednosti cˇez celotno kapaciteto pomnilnika.
Funkcije smo ponovno napisali tako, da parametre pridobivajo iz tabel stan-
darda SFDP ter jih pri izvrsˇevanju ukazov primerno uposˇtevajo. Znotraj
teh smo uporabljali zˇe obstojecˇ nabor funkcij modula UMI za izvrsˇevanje
ukazov na vodilu SPI. Ukaz in parametre ukaza tako vstavimo v strukturo,
imenovano sken. Napolnjen sken s funkcijo Scan vstavimo v ukazni medpo-
mnilnik UMI ter s klicem funkcije ExecuteAndWaitResult ukaz posˇljemo po
vodilu SPI. Cˇe od bliskovnega pomnilnika pricˇakujemo odgovor, s funkcijo
PreGetMemory iz bralnega medpomnilnika preberemo rezultat.
Napisali smo funkcijo StartInit, v kateri pred uporabo vmesnika SFDP v
ukazni medpomnilnik UMI shranimo skene za ukaze, za katere pricˇakujemo
pogosto uporabo. Ko zˇelimo izvajati katero izmed shranjenih operacij, nam
ni potrebno vsakicˇ napolniti skena in ga vstaviti v medpomnilnik, ampak
ukaz le izvrsˇimo.
Modul UMI ob inicializaciji ustvari strukturo, v kateri je opisana sestava bli-
skovnega pomnilnika. Cˇe gre za napravo, s katero zˇelimo delati z uporabo
tabel SFDP, ta poklicˇe funkcijo GetDynamicMemoryLayout. V tej funkciji
opravimo vse delo, potrebno za pridobitev parametrov in pravilno nastavlja-
nje bliskovnega pomnilnika, ter zapis kljucˇnih informacij v dnevnik, ki ga
belezˇi winIDEA.
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5.2 Branje tabel SFDP
Za branje vsebine tabel SFDP smo napisali funkcijo ReadSFDPContent, ki
jo klicˇemo na mestih, kjer potrebujemo del podatkov iz tabele. Cˇe smo
predhodno zaznali napake v naslavljanju tabel SFDP, v funkciji le vrnemo
del zˇe prebrane celotne tabele, v nasprotnem pa preberemo le del tabele, ki ga
trenutno potrebujemo. S prejetimi argumenti napolnimo strukturo sken, ki jo
posˇljemo v ukazni medpomnilnik ter iz medpomnilnika preberemo odgovor.
Prva komunikacija s tabelo SFDP se vzpostavi v funkciji
IsSFDPSupported (izsek 5.1), kjer preverimo, ali je standard SFDP na upo-
rabljanem bliskovnem pomnilniku podprt. V funkciji izvedemo branje glave
SFDP in preverimo sˇtiribajtni podpis standarda. Cˇe je podpis SFDP pravi-
len, preberemo in shranimo razlicˇico tabele SFDP ter sˇtevilo glav v tabeli.
BOOL CUMIMonDriver_Ver3_QSPI_SFDP :: IsSFDPSupported () {
BYTE abyReadData [0x40];
// Reading main SFDP header
LOG(ELOG_I , NULL , "SFDP: Reading SFDP header.");
ReadSFDPContent_T(abyReadData , 0x000000 ,
↪→ THREE_BYTE_ADDRESS , SFDP_HEADER_SIZE ,
↪→ RDSFDP_DUMMY_CLOCKS);
if (CheckSFDPSignature(abyReadData)){
LOG(ELOG_I , NULL , "SFDP: SFDP supported.");
// Store SFDP revision number
m_bySFDPRevision = *( abyReadData +
↪→ DWORD_NUM_OF_BYTES) & 0xff;
// Store number of parameter headers
m_byNumberOfParameterHeaders = *( abyReadData + (
↪→ DWORD_NUM_OF_BYTES + WORD_NUM_OF_BYTES)) & 0
↪→ xff;
}
Izsek iz kode 5.1: Branje podpisa SFDP.
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Nato preizkusimo naslavljanje tabel SFDP. Primerjamo rezultate branja vse-
bine na razlicˇnih naslovih – cˇe so ti enaki, sklepamo, da naslavljanje tabel
SFDP ne deluje. V primeru nedelovanja preberemo celotno tabelo naenkrat,
jo shranimo v globalni bajtni tabeli, ter v globalni spremenljivki oznacˇimo
nedelovanje (izsek 5.2).
if (FALSE == IsSFDPAddresingOK ())
{
LOG(ELOG_I , NULL , "SFDP: Faulty SFDP read addressing
↪→ , doing single large read.");
ADDROFFS aReadBufferSize = GetFLASHRegion ()->
↪→ m_UnivMon.GetReadBufferSize ();
m_abyCompleteSFDPContent = new BYTE[
↪→ DWORD_FROMADDROFFS(aReadBufferSize)];
ReadSFDPContent_T(m_abyCompleteSFDPContent , 0x000000




Izsek iz kode 5.2: Testiranje naslavljanja tabele SFDP.
Ker nekatere naprave lahko tudi po ponovnem zagonu ostanejo v nacˇinu s
sˇtiribajtnim naslavljanjem, ukazi s tribajtnimi naslovi pa takrat morda ne
delujejo, podpis preverimo tudi z ukazom za branje tabele s sˇtiribajtnim
naslovom.
Tabele SFDP lahko vsebujejo tabele vecˇih razlicˇic hkrati, zato najprej prebe-
remo vse glave ter poiˇscˇemo in uporabimo zadnjo razlicˇico, ki jo podpiramo
v tej implementaciji. Preberemo identifikacijske sˇtevilke posameznih glav, s
katerimi prepoznamo posamezne vrste tabel ter z njihovo vsebino napolnimo
pripadajocˇe strukture. Po koncˇanem prebiranju tabel bliskovni pomnilnik
po potrebi vstavimo v nacˇin sˇtiribajtnega naslavljanja in nacˇin QUAD SPI.
Potek branja glav in tabel smo v grobem prikazali z diagramom na sliki 5.1.
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Slika 5.1: Diagram poteka branja vsebine tabel SFDP.
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Nato poklicˇemo funkcijo CreateMemoryRegions, ki iz struktur z opisi zgradbe
pomnilnika ustvari strukturo pomnilniˇskih regij, katerim pripiˇsemo veliko-
sti in ukaze za brisanje. Cˇe bliskovni pomnilnik omogocˇa vecˇ konfiguracij,
najprej uporabimo strukturo za prepoznavanje konfiguracij ter preberemo
deskriptor, ki dolocˇi, katero zgradbo pomnilnika izbrati.
Cˇe pa tabela SFDP ne vsebuje tabele razporeditev sektorjev, sklepamo, da
je bliskovni pomnilnik sestavljen iz uniformnih sektorjev, in poklicˇemo funk-
cijo CreateUniformSectors, ki iz podatkov iz osnovne tabele SPI ustvari
ustrezno strukturo pomnilniˇskih regij. Vse pridobljene strukture na koncu
izpiˇsemo v dnevnik in tako uporabniku omogocˇimo enostaven vpogled v vse-
bino tabel SFDP.
Za prebiranje tabel razporeditve sektorjev smo napisali funkcijo
ProcessSectorMapTables, v kateri postopoma prebiramo osembajtne glave
tabel, iz katerih ugotovimo, kako nadaljevati z branjem tabele. Z argumen-
tom v funkciji prejmemo kazalec na zacˇetek tega sklopa tabel. Najprej pre-
beremo najviˇsjo glavo, iz katere ugotovimo, ali gre za tabelo z razporeditvijo
sektorjev ali za tabelo z opisom ukaza za prepoznavo nastavljene konfigura-
cije. Ob tem preverimo tudi nekaj rezerviranih nespremenljivih bitov v glavi,
s cˇimer se prepricˇamo, da smo glavo pravilno prebrali. Cˇe pomnilnik podpira
vecˇ razlicˇnih konfiguracij, so v glavi podani opisi prepoznavanja konfiguracij.
Vsebujejo tudi bit za indikacijo konca tabele, tako da opise prpeoznavanja
beremo, dokler ta bit ni postavljen. Vsebino vsake glave shranimo v svoji
strukturi. Za tem nadaljujemo z branjem glav tabel razporeditev sektorjev,
iz katerih preberemo identifikacijsko sˇtevilko konfiguracije ter sˇtevilo regij, ki
jih ta konfiguracija vsebuje. Za vsako konfiguracijo ustvarimo strukturo in jo
napolnimo z vsebino tabele, vstavimo tudi dolocˇeno sˇtevilo struktur z opisi
regij, za vsako regijo svojo strukturo. Ko je bit za zadnjo glavo postavljen,
branje zakljucˇimo.
Diplomska naloga 37
Pri enem izmed bliskovnih pomnilnikov, na katerih smo testirali delovanje
nasˇe implementacije, smo opazili napacˇno delovanje naslavljanja tabel SFDP.
Bliskovni pomnilnik je namrecˇ ne glede na podan naslov ob izvedbi ukaza za
branje tabele SFDP vrnil tabelo iz zacˇetnega naslova. Ker se je ta napaka
pojavila le na enem pomnilniku, smo ohranili postopno branje tabel in na-
pisali funkcijo IsSFDPAddresingOK, ki preveri, ali naslavljanje tabele SFDP
deluje. V primeru, da naslavljanje ne deluje po pricˇakovanjih, to zapiˇsemo v
globalno spremenljivko, po kateri se ravnamo v funkcijah za branje iz tabel.
Pomembno je, da taksˇne napake zaznamo, o njih porocˇamo, ter omogocˇimo
neovirano izvajanje programa.
Ena izmed posebnosti so bliskovni pomnilniki proizvajalca SST, ki so lahko
pogosto zaklenjeni, kar povzrocˇi neodzivnost pomnilnika pri poskusih ko-
munikacije. Zato smo napisali funkcijo GlobalProtectionCheck, ki zazna
napravo SST preko identifikacijske sˇtevilke JEDEC ID, ter izvrsˇi ukaz za








CreateScan(cmdOnly , NO_DATA_BYTES , NO_ADDRESS_BYTES ,
↪→ NO_DUMMY_CYCLES , CMD_SST_GLOBAL_UNLOCK ,
↪→ NO_DATA_BYTES , NO_ADDRESS_BYTES , NO_READ_BYTES
↪→ );
UMI_EXT_LOG(ELOG_I , NULL , "SFDP: SST device detected
↪→ , running global unlock command.");
Mon_ExecuteAndWaitResult_TV ();
}
Izsek iz kode 5.3: Izvajanje ukaza za odklepanje naprav proizvajalca SST.
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Slika 5.2: Posnetek signalov poizvedbe po JEDEC ID.
Preverili smo, ali ta ukaz vpliva na delovanje pomnilnika v primeru, ko je
pomnilnik zˇe odklenjen. Ker izvrsˇevanje ukaza na zˇe odklenjenem pomnilniku
ne spremeni nicˇesar, funkcijo vedno poklicˇemo zˇe ob inicializaciji, pred prvim
branjem tabele SFDP.
Nacˇina, kot sta nacˇin s sˇtiribajtnim naslavljanjem in nacˇin QSPI, lahko ovi-
rata nadaljnjo komunikacijo, zato smo v funkciji Deinit poskrbeli, da je
bliskovni pomnilnik ob izhodu iz vmesnika SFDP ponovno nastavljen v na-
vaden nacˇin SPI s tribajtnim naslavljanjem.
Velik del vsebine tabele SFDP je kodiran, zato smo morali napisati kar nekaj
pomozˇnih funkcij za dekodiranje. Ena izmed teh je funkcija za izracˇun ka-
pacitete pomnilnika (izsek 5.4). Za izracˇun preverimo najviˇsji bit zapisa. Cˇe
je ta postavljen, ostale bite pri izracˇunu uporabimo kot eksponent potence z
osnovo dve, v nasprotnem pa celotna vrednost pove sˇtevilo 32-bitnih besed,
torej jo moramo za rezultat v bajtih deliti s sˇtiri.
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if (( dwDensity & 0x80000000) == 0x80000000)
{
return (DWORD)pow(2, (dwDensity & 0x7FFFFFFF));
}
return (dwDensity / 8);
}
Izsek iz kode 5.4: Funkcija za dekodiranje polja s kapaciteto pomnilnika.
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5.3 Zapisovanje dnevnika
Za pomocˇ pri spremljanju delovanja smo na kljucˇnih tocˇkah v kodi vstavili
vpise v dnevnik. S tem izpisom smo lazˇje ugotavljali, ali branje in dekodirne
funkcije pravilno delujejo. Izpiˇsemo:
SFDP: Reading device with JEDEC ID: 1870ef.
SFDP: Reading from address 0x00.
SFDP: Reading SFDP header.
SFDP: SFDP supported.
SFDP: Reading from address 0x08.
SFDP: Reading Parameter header 0.
SFDP: Parameter header ID: ff00.
SFDP: Reading SFDP parameter table. ( Revision 1.5 )
SFDP: Using 3-byte addressing.
SFDP: QUAD mode requirements described.
SFDP: Monitor supports QUAD mode.
SFDP: Using SPI mode.
SFDP: This device has 1 region with 256 sectors
SFDP: Sector size: 0x10000
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V dnevnik izpiˇsemo tudi dekodirano vsebino celotne tabele SFDP za lazˇje
branje ali pomocˇ pri iskanju napak. Primer izpisa vsebine smo prikazali na
sliki 5.3.
Slika 5.3: Primer izpisane vsebine tabel SFDP v dnevniku.
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5.4 Testiranje
Med izdelavo smo pravilnost operacij opazovali na nivoju signalov z uporabo
orodja Logic Analyzer. Zajemali smo slike signalov vseh operacij, da bi se
prepricˇali o njihovi pravilnosti. Na sliki 5.4 smo prikazali primer posnetka
signalov.
Slika 5.4: Posnetek signalov med izvedbo ukaza za brisanje celotnega pomnil-
nika.
V podjetju za testiranje delovanja raznih konfiguracij vgrajenih sistemov raz-
vijamo avtomatizirane teste za razvojno okolje fitIDEA. Okolje smo upora-
bili za testiranje izvajanja operacij na bliskovnih pomnilnikih, ki parametre
pridobijo preko vmesnika SFDP. Testirali smo na vseh nam razpolozˇljivih
napravah, ki standard podpirajo in potrdili delovanje enaindvajsetih naprav,
ena naprava pa testov ni prestala. Na tej napravi smo odkrili, da zgradba
tabel ne uposˇteva predpisov standarda SFDP, zato branje vsebine ni bilo
mozˇno. O tem smo obvestili proizvajalca, v prihodnosti pa bomo preizkusili
napravo novejˇse izdaje.
Na enem izmed pomnilnikov smo odkrili, da je ta sestavljen iz dveh locˇenih
pomnilnikov, ki imata netipicˇne ukaze za brisanje celotne kapacitete. Ker
tabele standarda SFDP ne vsebujejo ukaza za brisanje celotnega pomnilnika,
na tem pomnilniku nismo mogli izvajati te operacije.
Poglavje 6
Zakljucˇek
Zahteve po zmogljivostih elektronskih naprav so vedno viˇsje, tako se posa-
mezne komponente nenehno izboljˇsujejo in nadgrajujejo. Naprave, ki jih
danes redko srecˇamo, bodo jutri zˇe v vsakdanji uporabi. V prihodnosti sledi
nadgradnja izdelanega programskega vmesnika za podporo standardu SFDP
razlicˇice 1.8. Tako bodo podprte tudi novejˇse naprave, ki omogocˇajo izme-
njavo podatkov preko protokola SPI po osmih podatkovnih linijah, torej pro-
tokola OctaSPI. Implementirati bo potrebno tudi paralelno programiranje,
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