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Abstrak
Checkers adalah permainan papan strategi yang dapat dimainkan dua pemain dengan 
papan berukuran 8x8 kotak dengan jumlah bidak 24 buah dengan menggunakan langkah 
diagonal dan menangkap dengan melompati bidak lawan. Minimax merupakan algortima yang 
digunakan untuk menentukan pilihan agar memperkecil kemungkinan kehilangan nilai 
maksimal. Algoritma Minimax merupakan algoritma dasar pencarian Depth First Search (DFS) 
untuk melakukan traversal pada pohon. Negascout merupakan optimalisasi dari Minimax 
dengan mempersempit ruang pencarian , dengan begitu selisih nilai alpha dan beta maka 
semakin besar kemungkinan terjadinya pemotongan pencarian. Tujuan dari penelitian ini 
adalah untuk menerapkan dan menganalisis Algoritma Minimax dan Negascout pada 
permainan Checkers sebagai lawan dari pemain, sehingga komputer memiliki kepandaian 
dalam mengambil langkah dan strategi untuk mengalahkan pemain. Pokok permasalahan 
dalam penelitian ini adalah untuk mengetahui performa dari Algoritma Minimax dan 
Negascout dalam permainan Checkers dengan parameter perbandingan waktu respon, dan 
jumlah node. Berdasarkan hasil pengujian penerapan algoritma Negascout pada permainan 
Checkers menghasilkan jumlah node yang lebih sedikit, waktu pencarian yang lebih singkat dan 
pengambilan keputusan yang lebih baik jika dibandingkan dengan  algoritma Minimax. 
Kata kunci : Checkers, Algoritma Minimax, Algoritma Negascout, Perbandingan Performa
Abstract
 Checkers is a board game strategy which can be played by two players with the board 
size 8x8 box with 24 pieces using diagonal move and catch enemy pieces with jump over. 
Minimax is an algorithm used to determine the choice in order to minimize the possibility of 
losing maximum value. Minimax Algorithm is the basic algorithm searches Depth First Search 
(DFS) to perform traversal at the tree. Negascout is optimization from Minimax by narrowing 
the search space, so the diffrence in the value of alpha beta, the greater chance of finding cuts. 
The purpose of this study is to implement and analyze Minimax and Negascout Algorithm at 
Checkers as enemy from player, so the computer has intellegent in taking move and strategy to 
defeat player. The main problem in this research is to determine the performance of Minimax 
and Negascout Algorithm from Checkers with a comparison parameter response time and 
number of nodes. Based on the result of testing the application of the Negascout Algorithm in 
Checkers produce fewer number of nodes, shorter search time and making better decisions 
when compared with Minimax Algorithm.
Keywords : Checkers, Minimax Algorithm, Negascout Algorithm, Comparison Performance
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1. PENDAHULUAN
ecerdasan buatan merupakan salah satu cabang dari ilmu pengetahuan yang berhubungan 
dengan pembelajaran mesin untuk membuat komputer dapat berpikir secara cerdas dalam 
menghadapi masalah yang ada. Saat ini banyak sekali yang memanfaatkan kecerdasan buatan 
sebagai alat bantu untuk menyelesaikan pekerjaan pada berbagai bidang, diantaranya pada 
bidang kesehatan, militer, industri penerbangan, dan game. Pada industri game sendiri 
perkembangan kecerdasan buatan sangat populer untuk mengembangkan permainan yang 
mempunyai kecerdasan untuk berpikir. 
Komputer ditanamkan kecerdasan buatan sehingga dapat bereaksi dan bertindak secara 
realistis berdasarkan tindakan yang diberikan oleh lawan mainnya. Kecerdasan buatan 
diperlukan untuk meningkatkan kualitas game agar dapat menjadi lebih menyenangkan dan 
menantang untuk dimainkan. Di dunia ini, terdapat banyak macam permainan strategi antar dua 
pemain, dimana satu pemain melawan pemain lainnya untuk saling mengalahkan. Salah satu 
jenis permainan strategi yang bisa dimainkan oleh dua pemain adalah permainan Checkers.
Checkers adalah permainan papan strategi yang pertama kali dimainkan sekitar 3000 
tahun SM, permainan ini mengandalkan strategi sebagai elemen utamanya [1]. Pada awalnya 
permainan ini dimainkan secara tradisional namun seiring berkembangnya teknologi, permainan 
ini mulai dikembangkan dengan memanfaatkan perangkat komputer maupun perangkat 
bergerak. Pemanfaatan media elektronik yang canggih memungkinkan permainan dengan dua 
pemain yang dikenal dengan istilah single player, yaitu pemain melawan mesin komputer yang 
memanfaatkan kecerdasan buatan, dimana jika dimainkan secara tradisional tidak dapat 
dimainkan sendiri. 
Kecerdasan buatan yang diterapkan dalam permainan Checkers adalah dengan 
menggunakan algoritma Minimax [2]. Ada juga yang menerapkan algoritma Negascout untuk 
menciptakan kecerdasan buatan pada permainan Checkers [1]. Baik algoritma Minimax maupun 
Negascout dianggap mampu diterapkan pada permainan Checkers. Oleh karena itu penelitian ini 
dilakukan dengan mencoba menerapkan dan membandingkan performa algoritma Minimax dan 
Negascout pada permainan Checkers. 
2. METODE PENELITIAN
2.1 Studi Literatur
Pada tahap ini, ditentukan dan dilakukan identifikasi masalah yang meliputi latar 
belakang, tujuan, manfaat dan ruang lingkup data yang dikumpulkan dengan membaca 
jurnal-jurnal yang berkaitan. Tahapan yang dilakukan yakni:
2.1.1 Penelitian Terdahulu
Penelitian terdahulu yang mendukung dikumpulkan melalui beberapa jurnal 
yang berhubungan dengan penerapan algoritma minimax dan negascout dan 
pengembangan terdahulu untuk aplikasi yang sejenis. Berikut beberapan penjelasan 
mengenai jurnal yang mendukung penelitian.
Pertama, penelitian [3] menulis jurnal berjudul “Penerapan Algoritma Minimax  
dan Memory-Enhanced Test Driver With f pada Permainan Checkers”, dengan 
mengambil kesimpulan bahwa penerapan algoritma minimax dan MTD(f) dalam 
permainan checkers dapat berjalan sesuai dengan alur logika yang dirancang, dimana 
mesin telah mampu memprediksi langkah lawan serta memberikan timbale baliknya 
dengan mengambil langkah dengan poin maksimum untuk komputer.
Kedua, penelitian [4] menulis jurnal dengan judul “Implementasi Algoritma 
Negascout pada Permainan Animal Chess”, dengan mengambil kesimpulan 
algoritma negascout memerlukan waktu yang lebih sedikit dan memotong lebih 
banyak node dibandingkan algoritma alpha-beta pada kedalaman 4. Selain itu, 
presentase kemenangan komputer dengan algoritma negascout dalam permainan 
K
IJCCS ISSN: 1978-1520 
Title of manuscript is short and clear, implies research results (First Author)
3
Animal Chess sedikit lebih besar dari pada presentase kemenangan dengan 
menggunakan algoritma alpha-beta.
Ketiga, Penelitian [5] menulis jurnal dengan judul “Permainan Papan Strategi 
menggunakan Algoritma Minimax”, dengan mengambil kesimpulan bahwa 
algoritma Minimax mampu menganalisa segala kemungkinan posisi permainan 
untuk menghasilkan keputusan terbaik.
Keempat, Penelitian [1] menulis jurnal dengan judul “Implementasi Algoritma 
Negascout untuk Permainan Checkers”, dengan kesimpulan bahwa 86% hasil 
pengujian menunjukan penerapan algoritma negascout menghasilkan jumlah node 
yang lebih sedikit dan waktu pencarian yang lebih singkat bila dibandingkan dengan 
alpha-beta pruning.
2.1.2 Landasan Teori
    2.1.2.1 Algoritma Minimax
Algoritma Minimax adalah dasar dalam pencarian Depth-First 
Search. Depth-First Search akan menguraikan simpul yang paling dalam 
terdahulu, setelah itu simpul pada awal telah diuraikan maka algoritma ini 
akan menguraikan kembali simpul pada tingkat kedua dilanjutkan pada 
simpul ketiga, keempat, dan seterusnya. Hal ini dilakukan agar dapat 
mencari seluruh kemungkinan yang ada agar dapat memenangkan 
permainan [2]. 
2.1.2.2 Algoritma Negascout
Negascout merupakan optimalisasi minimax dengan mempersempit 
ruang pencarian (minimax search window), dengan semakin sempitnya 
selisih nilai alpha dan beta maka semakin besar kemungkinan terjadinya 
pemotongan pencarian [1]. Negascout memiliki dasar bahwa langkah-
langkah setelah langkah pertama akan menghasilkan pemotongan, maka 
akan mengevaluasi semua langkah adalah sia-sia. Negascout akan mengecek 
dengan null window terlebih dahulu yang dinotasikan dengan m dan n, 
dimana m adalah batas atas dan n adalah batas bawah, null window memiliki 
batas atas dan bawah yang berselisih satu. Ketika sebuah node memiliki nilai 
yang lebih tinggi dari m maka akan dilakukan pencarian ulang dengan 
menggunakan window yang lebih besar untuk mengetahui nilai terbaik. 
2.1.2.3 Checkers
Checkers merupakan permainan yang sering disebut permainan dam 
inggris. Pertama kali permainan ini dimainkan sekitar abad 30 SM [1], 
dimana papan dan jumlah bidak yang digunakan dulu berbeda dengan 
permainan checkers yang dikenal sekarang. Biasanya permainan ini 
dimainkan pada kotak berukuran 8 x 8 kotak dengan 12 buah bidak 
permainan pada masing-masing pihak yang hanya diizinkan melangkah dan 
menangkap sambil maju. Ada 2 jenis gerakan dalam permainan ini, yaitu: 
1. Simple move yaitu gerakan diagonal satu langkah ke kotak kosong di 
depan.
2. Jump move yaitu gerakan melompati satu bidak lawan ke kotak kosong di 
depan bidak yang dilompati akan dihilangkan dari papan. Apabila 
terdapat jump move setelah gerakan jump move, pemain harus melakukan 
gerakan tersebut sampai tidak terdapat jump move lagi.
Saat pemain memiliki kesempatan melakukan jump move, pemain 
harus melakukan gerakan itu. Apabila pemain memiliki beberapa jump 
move, pemain bebas memilih jump move mana yang akan diambil. Terdapat 
2 jenis bidak yang ada pada permainan checkers, yaitu:
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1. Bidak manusia, bidak yang hanya dapat bergerak ke depan. Saat bidak 
manusia mencapai king’s row bidak tersebut akan berubah menjadi bidak 
raja.
2. Bidak raja, dapat bergerak ke depan dan belakang.
Permainan dianggap selesai jika salah satu pemain tidak dapat melakukan 
pergerakan atau kehilangan semua bidaknya. 
2.1.2.4 Unity Game Engine 3D
Unity Game Engine 3D adalah software yang digunakan untuk 
membuat game berbasis dua atau tiga dimensi [6]. Unity Game Engine 3D 
banyak digunakan oleh pengembang aplikasi game dikarenakan game 
engine ini memiliki lisensi gratis (free) sehingga pengembang aplikasi dapat 
membuat game sendiri dan dapat dipublikasikan tanpa harus membayar 
biaya lisensi. Secara default unity telah diatur untuk membuat game 
bergenre First Person Shooting (FPS), namun  bisa juga membuat game 
bergenre Role Playing Game (RPG) dan Real Time Strategy (RTS). Selain 
itu, unity merupakan sebuah engine multiplatform yang memungkinkan 
game yang di-publish untuk berbagai platform seperti Windows, Mac, 
Android, IOS, PS3 dan juga Wii. [7].
2.2 Desain Sistem
2.2.1 Diagram Use Case Permainan
Diagram Use case merupakan teknik menganalisis kebutuhan fungsional dari 
sistem yang akan dibangun dengan mendesain pelaku sistem serta kejadian saat 
interaksi dengan sistem. Diagram use case permainan Checkers dapat dilihat pada 
Gambar 1.
Gambar 1 Use Case Permainan
Berdasarkan Gambar 1 maka glosarium use case untuk permainan Checkers 
dapat diketahui. Dapat dilihat pada Tabel 1. 
Tabel 1 Glosarium Use Case Aplikasi Permainan
No. Nama Use Case Deskripsi Actor
1. mulai main Menggambarkan pemain memulai 
permainan checkers.
Pemain
2. pilih algoritma Pemain memilih algoritma yang 
ada yakni minimax atau negascout 
setelah mulai main.
Pemain
3. pilih level 
permainan
Pemain memilih level permainan 
yang ada, yakni mudah, sedang, 
atau sulit.
Pemain
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2.2.2 Flowchart
Dalam permainan Checkers terdapat flowchart yang digunakan untuk menunjukkan 
aliran program yand ada di dalam permainan secara logis. Berikut merupakan 
flowchart yang digunakan dalam permainan.
2.2.2.1 Flowchart Menu Utama Permainan 
Flowchart ini menggambarkan aliran program atau prosedur dari menu 
utama permainan secara keseluruhan. Berikut merupakan flowchart menu 
utama permainan dapat dilihat pada Gambar 2. 
    Gambar 2 Flowchart Menu Utama Permainan
2.2.2.2 Flowchart Permainan
Flowchart ini menggambarkan aliran program atau prosedur dari 
permainan secara keseluruhan. Berikut merupakan flowchart permainan 
dapat dilihat pada Gambar 3.
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Gambar 3 Flowchart Permainan
2.2.3 Aturan Permainan
Checkers adalah permainan papan yang dapat dimainkan oleh 2 orang. 
Permainan ini adalah jenis permainan papan strategi. Berikut merupakan aturan dan 
permainan Checkers.
1. Checkers adalah permainan sederhana yang berukuran 8 x 8 kotak yang 
dimainkan 2 orang. Salah satu pemain memiliki bidak berwarna hitam dan 
pemain lain memiliki bidak berwarna putih. 
2. Tujuan permainan ini adalah membuat lawan tidak dapat bergerak lagi atau 
kehilangan semua bidaknya.
3. Pemain dengan bidak berwarna terang melakukan langkah pertama. Bidak akan 
bergerak diagonal dan kepingan lawan  ditangkap dengan melompatinya.
4. Pergerakan bidak pada papan hanya dapat dilakukan pada kotak yang belum 
ditempati.  
5. Permainan akan terus berlangsung secara bergiliran hingga tidak ada langkah 
yang bisa dilakukan atau pemain kehilangan semua bidaknya.
6. Pemain dinyatakan menang jika mampu menghabiskan semua bidak lawan.
2.3 Implementasi Sistem
Setelah didesain, maka pada tahap ini akan mengimplementasikan rancangan dan 
fungsi evaluasi permainan ke dalam sistem. Pada tahap ini, dilakukan realisasi terhadap 
sistem yang telah dirancang, yaitu aplikasi permainan checkers pada perangkat Android 
dengan menggunakan algoritma Minimax dan Negascout sebagai NPC  menggunakan 
Game Engine Unity 3D.
2.4 Pengujian Sistem
Pada tahap ini, dilakukan pengujian terhadap sistem permainan yang telah 
dibangun untuk mengetahui kekurangan yang ada di perangkat lunak yang telah dibangun 
agar dapat dilakukan perbaikan supaya lebih baik lagi. Berikut langkah-langkah yang 
dilakukan sebagai berikut:
1. Menguji jalannya setiap algoritma apakah sudah sesuai dengan alur logikanya dan  
membandingkan perfoma dari segi waktu respon, dan jumlah node.
2. Mengimplementasikan aplikasi permainan ke perangkat Android.
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3. Melakukan pengujian, dengan mengamati hasil eksekusi melalui data uji dan memeriksa 
fungsional dari aplikasi permainan.
2.5 Evaluasi Sistem
Pada tahap ini, setelah sistem dibuat dan diuji maka akan dilakukan evaluasi untuk 
mengetahui performa dari algoritma Minimax dan Negascout pada permainan Checkers. 
Evaluasi akan dilakukan untuk melakukan percobaan dalam waktu respon, dan  jumlah 
node.
3. HASIL DAN PEMBAHASAN
3.1 Pengujian Waktu
Pengujian waktu merupakan pengujian yang dilakukan dengan cara menghitung 
waktu artificial intelligence (AI) untuk sekali jalan di dalam permainan. Pengujian ini 
dilakukan dengan cara membandingkan waktu yang digunakan oleh AI untuk melangkah 
didalam permainan sampai dengan AI telah menyelesaikan langkah/gilirannya. Langkah 
yang dicatat mulai dari langkah pertama sampai permainan selesai antara Minimax dan 
Negascout.
Berdasarkan pengujian yang dilakukan maka didapatkan rata-rata waktu 
keseluruhan yang dibutuhkan oleh AI Minimax untuk melangkah di dalam setiap level 
permainan.  Pertama, rata-rata waktu respon yang dibutuhka AI Minimax untuk melangkah 
pada level mudah sebesar 4323,08 millisecond dan rata-rata waktu yang dibutuhkan AI 
Negascout sebesar 1428,50 milisecond . Kedua, rata-rata waktu respon yang dibutuhkan AI  
Minimax untuk melangkah pada level sedang sebesar 11068,03 milisecond dan waktu 
untuk AI Negascout sebesar 68325,89 milisecond. Ketiga, rata-rata waktu respon yang 
dibutuhkan AI Minimax untuk melangkah pada level susah sebesar 1661202,05 
millisecond dan rata-rata waktu yang dibutuhkan AI Negascout sebesar 34562,60 
milisecond.
3.2 Pengujian Jumlah Node
Pengujian jumlah node merupakan pengujian yang dilakukan dengan cara 
menghitung simpul yang dikunjung AI untuk tiap jalan di dalam permainan. Pengujian ini 
dilakukan dengan cara membandingkan jumlah node antara algoritma Minimax dan 
Negascout. Langkah yang dicatat mulai dari langkah pertama sampai permainan selesai 
antara Minimax dan Negascout.
Berdasarkan pengujian yang dilakukan sebanyak 3 kali dalam untuk tiap level 
permainan maka didapatkan rata-rata jumlah node. Pertama pada level mudah rata-rata 
jumlah node yang dihasilkan AI Minimax sebesar 3734,3 node dan pada AI Negascout 
rata-rata jumlah node yang dihasilkan sebesar 1673,3 node. Kedua, pada level sedang rata-
rata jumlah node yang dihasilkan AI Minimax sebesar 126084,7 node dan pada AI 
Negascout rata-rata jumlah node yang dihasilkan sebesar 12626 node. Ketiga, pada level 
susah rata-rata jumlah node yang dihasilkan AI Minimax sebesar 2030870 node dan pada 
AI Negascout rata-rata jumlah node yang dihasilkan sebesar 74503,67 node
3.3 Hasil Kuesioner Terhadap Level Permainan
Kuesioner ini digunakan mendapatkan penilaian dari responden sebanyak 10 orang 
untuk mengetahui tingkat kesulitan pada setiap level permainan yang ada yaitu level 
mudah, sedang, dan sulit. Data yang diambil dilakukan dengan cara membagikan lembar 
kuesioner yang berisi pertanyaan berkaitan dengan tingkat kesulitan pada setiap levelnya. 
Didapatkan hasil kuesioner yang telah diberikan kepada responden dapat dilihat pada 
Gambar 4.
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Gambar 4 Grafik Hasil Kuesioner Terhadap Level Permainan
Berdasarkan Gambar 4 dapat disimpulkan bahwa dari segi tingkat kesulitan 
permainan pada artificial intelligence yang telah diterapkan di permainan Checkers cukup 
memberikan suatu tantangan bagi responden tersebut untuk memenangkan permainan. Hal 
ini disebabkan karena penggunaan kecerdasan buatan yang diterapkan pada setiap levelnya 
berbeda. Terutama pada level susah yang telah dirancang untuk dapat memprediksikan 
langkah lawan sampai 7 langkah kedepan, oleh karenanya permainan pada level susah sulit 
untuk dikalahkan. Sehingga, algoritma yang telah diterapkan ke dalam artificial 
intelligence pada permainan Checkers telah berhasil, karena sesuai dengan hasil yang 
diharapkan.
4. KESIMPULAN
Berdasarkan hasil pengujian terhadap implementasi algoritma di dalam permainan 
Checkers dan kuesioner maka dapat ditarik kesimpulan bahwa:
1. Hasil pengujian menunjukkan penerapan algoritma Negascout pada permainan Checkers 
menghasilkan jumlah node yang lebih sedikit dan waktu pencarian yang lebih singkat jika 
dibandingkan dengan algoritma Minimax, yakni pada Depth 3, 5, dan 7.
2. Dengan minimalnya waktu pencarian yang diperlukan sistem, maka dapat ditingkatkan 
kedalaman untuk mengoptimalkan kerja komputer (Negascout), Namun tidak dapat 
dilakukan pada komputer (Minimax) karena akan membutuhkan waktu yang cukup lama jika 
tingkat kedalaman ditambah.
3. Tingkat kedalaman yang dilakukan pada algoritma pencarian berbanding lurus dengan 
tingkat kesulitan permainan. Semakin tinggi tingkat kedalaman, maka semakin sulit 
komputer dikalahkan.
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5. SARAN
Berdasarkan hasil analisis dan pembahasan yang telah dilakukan, ada beberapa saran 
yang diberikan untuk penelitian selanjutnya, antara lain: 
1. Fungsi evaluasi yang digunakan masih kurang baik, hal ini dapat dilihat bahwa dimana 
komputer masih bisa dikalahkan oleh user. Karena itu diperlukan fungsi baru yang dapat 
mempresentasikan kondisi papan lebih akurat untuk menghasilkan AI yang lebih baik.
2. Perlu dibuat database yang berisi pengetahuan-pengetahuan dari AI, sehinga AI mampu 
melakukan pembelajaran dari pengalaman sebelumnya dan menyimpan semua informasi 
pembelajaran tersebut ke database.
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