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Tato diplomová práce se zabývá seznámením se s problematikou ladění a principu ladicích
nástrojů. Dále práce podrobně zkoumá formát ladicích informací a popisuje návrh ladicího
nástroje vytvořeného pro potřeby projektu Lissom. Práce taktéž obsahuje popis implemen-
tace jednotlivých navržených částí ladicího nástroje. V závěru práce se nachází testování
implementovaného řešení na dvou typech architektur a taktéž shrnutí výsledků této práce.
Abstract
This mater’s thesis deals with introducing principles of debugging and debuggers. The thesis
examines in detail format of debugging information and it describes the design of debugger
created within the project Lissom. Furthermore, the thesis also contains implementation
of each designed part, which the debugger consists of. Last part of this thesis deals with
testing of the implemented solution with two types of processor architectures and it also
contains the conclusion of the results.
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S príchodom programovania vznikla aj potreba vytvorenia nástroja, ktorý by kontroloval,
či vytvorené produkty pracujú správne a bez výskytu závažných chýb. V procese progra-
movania sa môžu vyskytovať chyby, ktoré sú odhaliteľné počas prekladu, iné sa prejavia
až za behu programu. Práve chyby, ktoré sa prejavia až za behu programu, bývajú často
zdrojom veľmi ťažko odhaliteľných chýb. Spočiatku sa ladenie takýchto chýb vykonávalo
pomocou analýzy post-mortem výpisov (výpisy stavov registrov, obsahu pamäte a iných
informácií po ukončení programu) alebo umiestňovaním testovacieho kódu a výpisov pre-
menných do ladeného programu. S narastajúcou zložitosťou softvéru sa stal tento spôsob
ladenia nedostačujúci. Preto vzniklo niekoľko metód a nástrojov, ktoré umožňovali jedno-
duché a prehľadné ladenie.
Jednotlivé ladiace nástroje môžeme deliť podľa úrovne, na ktorú sa zameriavajú. Okrem
ladiaceho nástroja, ktorý je asi najrozšírenejší tzv. debugger, môžeme nájsť aj nástroje,
ktoré sa zameriavajú na analýzu programu staticky (analýza zdrojového kódu alebo binárnej
formy) alebo nástroje kontrolujúce správnosť alokácie, uvoľňovania a prístupu k pamäti.
Práve debugger je nástroj, ktorým sa budeme zaoberať. Používa sa pre ladenie progra-
mov počas ich behu pričom dokáže poskytovať informácie o ich aktuálnom stave. V ďalších
kapitolách sa zameriame konkrétne na ladiaci nástroj, ktorý pracuje na úrovni zdrojového
kódu.
Táto práca vzniká ako súčasť projektu Lissom prebiehajúceho na Fakultě informačních
technologií v Brně. Projekt Lissom sa zaoberá vytvorením automatizovaných prostriedkov
pre návrh hardvéru i softvéru aplikačne špecifických procesorov.
Práca je rozdelená do deviatich kapitol. V kapitole 2 sa oboznámime s ladením a ladia-
cimi nástrojmi. Popíšeme si architektúru ladiacich nástrojov a ladenie na úrovni zdrojového
kódu. V závere kapitoly sa pozrieme na existujúce ladiace nástroje. V kapitole 3 sa zozná-
mime s formátom DWARF, jeho štruktúrou a informáciami, ktoré môže obsahovať. V ka-
pitole 4 si predstavíme projekt Lissom a jeho časti. Kapitola 5 obsahuje stav ladiaceho
nástroja a simulačnej vrstvy pred začatím tejto práce. V kapitole 6 si popíšeme návrh la-
diaceho nástroja na úrovni zdrojového kódu vyvíjaného pre projekt Lissom. V kapitole 7
si predstavíme implementáciu uvedeného návrhu ladiaceho nástroja. V predposlednej ka-
pitole 8 sa pozrieme na výsledky testovania ladiaceho nástroja na rôznych architektúrach
a v poslednej kapitole 9 si zhrnieme všetky poznatky obsiahnuté v tejto práci a načrtneme
si budúcu prácu na tomto projekte.
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Kapitola 2
Ladenie a ladiace nástroje
Ladenie je proces, pomocou ktorého môžeme v programoch hľadať chyby a následne ich
aj opraviť. V rámci ladenia môžeme program pozastaviť na nami definovaných miestach, zo-
brazovať obsahy premenných a niekedy obsah aj meniť. Ladenie a ladiace programy typicky
používajú vývojári, ale taktiež testeri, správcovia programov a všeobecne programátori.
Táto kapitola obsahuje poznatky získane z [12], [25], [16], [15], [21], [17], [24], [8] a [18].
2.1 Preklad
Aby sme sa mohli venovať problematike ladenia a ladiacich nástrojov musíme si najskôr
popísať proces prekladu zdrojového kódu, pretože práve pri preklade je možné generovať
ladiace informácie, ktoré potom ladiace programy využívajú.
Preklad zdrojového kódu do binárnej formy je pomerne komplexný proces. Je možné ho
chápať ako niekoľko úrovňovú transformáciu zdrojového kódu do nižších foriem reprezen-
tácie, kedy pri každom kroku transformácie dochádza k strate informácie o podobe kódu.
V zásade sa táto tranformácia rozdeľuje na dve časti a to na analýzu a syntézu. Výsledkom
programu je typicky sekvencia inštrukcií z inštrukčnej sady cieľového procesoru.
V časti analýzy sa zdrojový súbor rozdeľuje na základné časti a ukladá sa jeho gra-
matická štruktúra. Táto štruktúra sa neskôr použije na vytvorenie vnútornej reprezentá-
cie zdrojového programu. Ak sa v časti analýzy zistí, že zdrojový program je syntakticky
alebo sémanticky nesprávny, potom je nutné informovať užívateľa, aby tieto chyby opra-
vil. V tejto časti prekladu sa taktiež zbierajú informácie o zdrojovom programe a ukladajú
sa do dátovej štruktúry nazývanej tabuľka symbolov, ktorá spolu s vnútornou reprezentáciou
zdrojového programu odosiela do časti syntézy.
V časti syntézy sa vytvára želaný výsledný program za použitia vnútornej reprezentácie
programu a informácii uložených v tabuľke symbolov. Táto čast prekladu sa nazýva back-
end. Časť analýzy sa naproti tomu nazýva front-end.
Ak sa na celý proces prekladu pozrieme detailnejšie, zistíme, že preklad prebieha v urči-
tých fázach, ktoré transformujú jednu reprezentáciu zdrojového programu na inú. Celkovo
preklad obsahuje šesť základných fáz. Sú to lexikálna analýza, syntaktická analýza, séman-
tická analýza, generovanie vnútornej formy programu, optimalizácia a generovanie cieľo-
vého programu. Podľa príslušnosti sú jednotlivé fázy zoskupené do väčších celkov. V časti
front-end sa nachádzajú fázy lexikálna, syntaktická a sémantická analýza a časť back-end
obsahuje generovanie cieľového programu. Medzi týmito zoskupenými fázami sa nachádza
vnútorná reprezentácia zdrojového programu, ktorá je generovaná v časti front-end a pre-
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chádza do časti back-end. Táto reprezentácia môže byť v niektorých prekladačoch optimali-
zovaná. Optimalizácia sa vykonáva preto, aby časť back-end mohla produkovať kvalitnejší
výsledný program. Tabuľka symbolov, ktorá obsahuje informácie o celom programe sa vy-


















Obrázok 2.1: Obecná štruktúra prekladača [17].
Lexikálna analýza je prvou časťou procesu prekladu, ktorá sa taktiež nazýva skeno-
vanie. Je to proces, pri ktorom sa načítava zdrojový kód a dochádza k jeho rozčleneniu
na jednotlivé lexikálne jednotky (lexémy) [8]. Pre každú lexikálnu jednotku produkuje lexi-
kálny analyzátor tzv. token. Prvá časť tejto reprezentácie obsahuje názov, ktorý predstavuje
abstraktný symbol, ktorý sa využíva pri syntaktickej analýze. V druhej časti sa nachádza
hodnota ukazujúca do tabuľky symbolov. Informácie z tabuľky symbolov sa potom využí-
vajú pri sémantickej analýze a generovaní kódu.
Druhou fázou je syntaktická analýza, ktorá sa taktiež nazýva parsovanie. Parser vyu-
žíva prvú komponentu tokenov, produkovaných lexikálnou analýzou, na vytvorenie stromo-
vej vnútornej reprezentácie, ktorá predstavuje gramatickú štruktúru vytvorených tokenov.
Typickou reprezentáciou je syntaktický strom, v ktorom každý vnútorný uzol reprezentuje
operáciu a potomkovia uzlu predstavujú argumenty danej operácie. Syntaktický analyzátor
kontroluje syntaktickú správnosť zdrojového programu. To znamená správnosť postupnosti
lexikálnych jednotiek. Ak kontrola prebehne bez problémov, predáva syntaktický analyzátor
syntaktický strom k sémantickej kontrole.
Sémantický analyzátor využíva syntaktický strom a informácie z tabuľky symbolov
pre kontrolu sémantickej konzistencie programovacieho jazyka, ako je napríklad deklará-
cia premenných. Dôležitou súčasťou sémantickej analýzy je kontrola typovej správnosti,
pri ktorej prekladač skontroluje, či každý operátor má odpovedajúce operandy.
V procese prekladu zo zdrojového na cieľový program môže prekladač vytvoriť jednu
alebo viac vnútorných reprezentácií, ktoré majú rozdielnu formu. Po syntaktickej a séman-
tickej kontrole môže prekladač generovať nízkoúrovňovú vnútornú reprezentáciu podobnú
strojovému kódu. Táto reprezentácia by mala mať dve základné vlastnosti. Mala by byť
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jednoducho generovateľná a mala by sa dať ľahko transformovať na výsledný strojový kód.
Fáza platformne nezávislej optimalizácie kódu sa zameriava na vylepšenie vnútornej re-
prezentácie za účelom kvalitnejšieho výsledného kódu. Zvyčajne kvalitnejší znamená rých-
lejší, ale taktiež kratší kód, ktorý spotrebuje menej zdrojov. Jednoduchý algoritmus gene-
rujúci vnútornú reprezentáciu kódu, ktorý je nasledovaný optimalizáciou, je rozumná cesta
na generovanie kvalitného výsledného kódu.
Generátor výstupného kódu vezme na vstupe vnútornú reprezentáciu zdrojového kódu
a transformuje ju na výstupný jazyk. Ak je výstupným jazykom strojový kód, tak je pre kaž-
dú premennú použitú v programe zvolený register alebo pamäťové miesto. Následne je vnú-
torná reprezentácia zdrojového kódu transformovaná na inštrukcie strojového kódu, ktoré
vykonávajú rovnakú úlohu.
Tabuľka symbolov je dátová štruktúra obsahujúca záznam pre každý názov premennej,
spolu s ktorým sa ukladajú aj jednotlivé atribúty spojené s týmto názvom. Táto štruktúra
by mala byť navrhnutá tak, aby umožňovala rýchle vyhľadávanie pre každý názov premennej
a taktiež rýchly prístup alebo ukladanie údajov uložených v jednotlivých záznamoch.
2.2 Princíp ladiacich nástrojov
Ladenie môžeme definovať ako proces diagnostiky chýb nachádzajúcich sa v programe
a určenie spôsobu ich opravy. Chyby sa objavujú v rôznych formách, napríklad chyby
v kóde, chyby návrhu, chyby užívateľského rozhrania alebo tiež systémové chyby. Ladenie
nám umožňuje efektívne vyhľadať zdroj chyby a podniknúť patričné kroky k jej odstrá-
neniu. Ladenie zväčša prebieha opakovaným spúšťaním ladeného programu v spolupráci
s ladiacim nástrojom. Ladiaci nástroj riadi vykonávanie ladeného programu pomocou špe-
ciálnych prostriedkov poskytovaných jadrom operačného systému. Vykonávanie programu
je riadené pomocou špeciálnych prostriedkov, ako sú napríklad body prerušenia alebo kro-
kovanie, ktoré poskytuje samotný ladiaci nástroj.
Bod prerušenia je špeciálny kód vložený do programu, ktorý pri vykonávaní vyvolá
výnimku alebo nejakým iným spôsobom odovzdá riadenie ladiacemu nástroju s tým, že
program sa zastaví. Ladiaci nástroj sa o tom dozvie a skúma, kde a prečo výnimka vznikla.
Viac si tieto špeciálne kódy popíšeme neskôr v tejto kapitole.
Ladiace nástroje môžeme rozdeliť na samostatné a integrované alebo na grafické a la-
diace nástroje pracujúce v príkazovom riadku. V súčastnosti sa najviac využívajú ladiace
nástroje integrované do nejakého vývojového prostredia. Ich výhodou je, že môžu využí-
vať pokročilé funkcie, ktoré im toto vývojové prostredie poskytuje a taktiež môžu využívať
jednotné grafické užívateľské rozhranie. Samotný ladiaci nástroj sa po spustení stará o beh
a zastavovanie ladeného programu a taktiež o nastavovanie a zobrazovanie bodov preruše-
nia a o zobrazovanie ladeného zdrojového kódu. Ladiace nástroje pracujúce v príkazovom
riadku prijímajú príkazy z príkazového riadku a preto je ich výstup možné presmerovať
do súboru alebo rúry, ktorú môže obsluhovať iný program. Takýmto spôsobom je možné
vytvárať rôzne nadstavby a skripty.
Dôležitým princípom ladiacich nástrojov, ktorý je potrebné dodržiavať, je Heisenbergův
princíp [11]. Ten hovorí o tom, že ladiaci program nesmie zmeniť chovanie ladeného pro-
gramu. Tento princíp je zložité dodržiavať predovšetkým v prípade, ak chovanie programu
závisí na čase alebo ak program kontroluje svoj kód. Druhým princípom je pravdivosť la-
denia. Tento princíp hovorí o tom, že chovanie a stav programu, ktoré prezentuje ladiaci
nástroj, musia byť pravdivé.
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Ladiace nástroje je tiež možné rozdeliť podľa zvolenej úrovne, na ktorej pracujú. Zá-
kladné úrovne sú:
• Ladenie jadra (kernel debugging)
• Ladenie na úrovni strojového kódu (machine-level debugging)
• Ladenie na úrovni zdrojového kódu (source-level debugging) alebo symbolické ladenie
(symbolic debugging)
Ladenie jadra slúži na ladenie jadier operačných systémov alebo ovládačov pre tieto
operačné systémy. Oproti ostatným typom, ladenie prebieha na inom stroji, než na ktorom
beží ladený operačný systém. Hovoríme potom o vzdialenom ladení kedy stroj, na ktorom
beží ladiaci nástroj vzdialene sleduje stavy ladeného systému a taktiež ho cez komunikačný
protokol riadi. Toto vyžaduje špeciálnu verziu operačného systému, ktorý musí obsahovať
ladiace informácie.
Ladenie na úrovni strojového kódu sa používa, ak nie sme schopní získať pre ladený pro-
gram ladiace informácie alebo pôvodný zdrojový kód. Sme takto obmedzení na najnižšiu
úroveň reprezentácie kódu, ktorá je závislá na platforme. Pre zobrazenie kódu je potrebný
nástroj, ktorý vykoná spätný preklad na strojový kód. Väčšinou býva tento nástroj za-
budovaný v ladiacom nástroji. Takto užívateľ získa predstavu o podobe pôvodného kódu.
Užívateľ však musí poznať inštrukčnú sadu konkrétneho procesoru a jeho zdroje (registre,
pamäťovú hierarchiu, spôsob implementácie zásobníku, atď.). Kvôli absencii ladiacich infor-
mácii nie je možné zobrazovať údaje o hodnote premenných, graf toku riadenia ani ďalšie
užitočné informácie.
Ladenie na úrovni zdrojového kódu je veľmi intuitívny spôsob ladenia. Tento spôsob po-
skytuje model prezentujúci vykonávanie na úrovni implementačného jazyka. To znamená,
že program sa zdanlivo vykonáva po príkazoch implementačného jazyka, avšak v skutoč-
nosti sa vykonáva sekvencia inštrukcií konkrétneho procesoru. Ladenie takýmto spôsobom
je veľmi efektívne a preto je to dnes najpoužívanejší spôsob ladenia.
2.2.1 Architektúra ladiacich nástrojov
Architektúra ladiacich nástrojov je rozdelená na niekoľko vrstiev. Na najvyššej úrovni je uží-
vateľské rozhranie, ktoré predstavuje niekoľko druhov okien rozdelených podľa ich funkcie.
Druhou vrstvou je jadro ladiaceho nástroja, ktoré spracováva udalosti z ladeného programu
a komunikuje s grafickým užívateľským prostredím. Na najnižšej úrovni je API1 operačného
systému, ktoré umožňuje prácu s ladeným programom.
Grafické užívateľské rozhranie
Grafické užívateľské rozhranie je tvorené viacerými oknami, z ktorých každé zobrazuje iné
ladiace informácie. Hlavným oknom je okno zobrazujúce ladený kód spolu so zobrazením
bodov prerušenia. Tento spôsob zobrazenia má vyvolať dojem, že program je ladený po jed-
notlivých inštrukciách implementačného jazyka. Ďalšími z dôležitých okien sú okno zobra-
zujúce hodnoty na zásobníku, hodnoty jednotlivých globálnych a lokálnych premenných,
prehľad o nastavených bodoch prerušenia a taktiež sa tu môže nachádzať okno, v ktorom
je možné zadať výraz, ktorý sa vykoná a zobrazí sa jeho výsledok.
1API (Application Programming Interface) – ide o zbierku funkcií a tried, ktoré určujú akým spôsobom
sa majú funkcie knižníc volať zo zdrojového kódu programu
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V ladiacich nástrojoch pracujúcich v príkazovom riadku sa tieto okná nenachádzajú,
avšak všetky informácie z týchto okien sú dostupné pomocou príkazov.
Jadro ladiaceho nástroja
Ladená aplikácia je z pohľadu operačného systému proces. Ladiaci nástroj môže nový pro-
ces vytvoriť alebo sa pripojiť k už existujúcemu. V oboch prípadoch sa proces stane lade-
ným. Na konci ladenia jadro proces ukončí, a to tak, že ho nechá normálne skončiť alebo
sa od neho odpojí.
Jadro je zodpovedné za správu tabuľky symbolov, čo je obvykle časť spustiteľného sú-
boru, ktorá obsahuje informácie pre mapovanie symbolických mien na adresy a dátové typy.
Ďalšie časti sú určené pre mapovanie čísel riadkov v súboroch na adresy a iné ladiace infor-
mácie. Tieto informácie sú potrebné pre nastavovanie bodov prerušenia, získavanie obsahu
premenných a riadenie vykonávania kódu.
Riadenie vykonávania kódu je zodpovedné za zaistenie ilúzie vykonávania zdrojového
kódu, pokračovania programu do nasledujúceho bodu prerušenia, krokovania po inštruk-
ciách, spracovávania výnimiek v programe a vyhodnocovania výrazov v kontexte ladeného
programu.
Vyhodnocovanie výrazov je proces, kedy sa výraz vykoná akoby v rámci vykonávaného
programu. Aby to bolo možné, musí ladiaci program vedieť pozície premenných, dátové
typy a ako sa majú volať funkcie. V spojení s bodmi prerušenia je možné chybu virtuálne
opraviť a bez potreby re-kompilácie je možné opravu vykonať v zdrojových súboroch.
2.3 Ladenie na úrovni zdrojového kódu
Ako už bolo spomenuté ladiaci nástroj pracujúci na tejto úrovni by mal byť schopný zobrazo-
vať veľké množstvo ladiacich informácií. Za najdôležitejšie sa považujú informácia o mieste,
v ktorom sa aktuálne program nachádza, stav a obsah pamäte a registrov, stav zásobníku,
stav a informácie týkajúce sa jednotlivých vlákien pri viacvláknových aplikáciach. Ďalšou
vhodnou funkcionalitou takéhoto typu ladiaceho nástroja je, ak sa dokáže prepnúť na ladenie
na úrovni strojového kódu. Typická architektúra ladiaceho nástroja na úrovni zdrojového
kódu je zobrazená na obrázku 2.2.
2.3.1 Body prerušenia
Body prerušenia sú kľúčové pri riadení vykonávania ladeného programu. Užívatelia môžu
body prerušenia vkladať na úrovni zdrojového kódu pomocou špecifikácie súboru a čísla
riadku alebo na úrovni inštrukcií zadaním priamo adresy. Body prerušenia môžeme rozdeliť
na logické, fyzické, dočasné, interné a dátové.
Logické body prerušenia obsahujú informácie, na akom riadku a v akom súbore sa bod
prerušenia nachádza, prípadne obsahujú symbolické označenie funkcie alebo priamo adresu
inštrukcie. Logické body prerušenia môžu obsahovať podmienky pre ich aktiváciu, informá-
ciu o počte prechodov alebo či je bod prerušenia aktívny.
Fyzický bod prerušenia je umiestnený v kóde ladeného programu a informácia o fyzic-
kom bode prerušenia v ladiacom nástroji obsahuje jeho adresu, originálny obsah pamäte
pred nahradením špeciálnou inštrukciou a počet logických bodov prerušenia, ktoré na neho
























Obrázok 2.2: Typická architektúra ladiaceho nástroja na úrovni zdrojového kódu [12].
zický môže byť namapovaných viac logických. Avšak fyzický bod prerušenia môže na jedno
miesto ukazovať iba jeden.
Dočasné body prerušenia sú také, ktoré sa po prvom prechode zmažú. Interné body pre-
rušenia sú pre užívateľa neviditeľné, ale sú dôležité pre správnu funkciu niektorých algorit-
mov ladiaceho nástroja. Interné a dočasné body prerušenia sú určené atribútom v štruktúre
logického bodu prerušenia. Interné body prerušenia sa často používajú pre riešenie funkcií
krokovania.
Ďalším typom bodu prerušenia sú dátové body prerušenia tzv. watchoint. Tieto body
prerušenia sa nenastavujú na funkcie alebo riadky, ale na premenné. Pomocou nich môžeme
kontrolovať hodnoty v premenných a tým odhaľovať chyby spôsobené nesprávnymi alebo ne-
očakávanými hodnotami v premenných.
2.3.2 Krokovanie
Krokovanie je dôležitou súčasťou ladenia. Umožňuje vykonávať program riadok po riadku
resp. inštrukciu po inštrukcii. Krokovanie je možné rozdeliť na dve varianty podľa toho, ako
sa chovajú k volaniam funkcií a procedúr:
• step into - krokovanie do vnútra funkcie alebo procedúry
• step over - krokovanie sa zastaví až po vykonaní funkcie alebo procedúry
Funkcia step into sa na úrovni príkazov realizuje pomocou simulovania vykonávania
po inštrukciách a hľadania riadku, ktorý sa vykoná ako ďalší. Ak virtuálny ukazatel neuka-
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zuje na aktuálne miesto zastavenia a zároveň predstavuje prvú inštrukciu nejakého riadku,
algoritmus končí a vráti tento riadok. Inak sa pri neskokových inštrukciách inkrementuje
virtuálny ukazatel programového čítača a pokračuje sa ďalšou inštrukciou. U skokových
inštrukcií sa buď zistí skutočný cieľ skoku a pokračuje sa inštrukciou v cieli, alebo sa skok
vykoná hardvérovým krokovaním. V oboch prípadoch sa cyklus opakuje ako pri ďalšej
inštrukcii. Na riadok vrátený týmto algoritmom sa vloží dočasný interný bod prerušenia
a program pokračuje až do tohoto bodu.
Funkcia step over funguje podobne, rozdiel je iba v spracovaní skokových inštrukcií typu
CALL. Táto inštrukcia sa vykoná a hneď sa za túto inštrukciu alebo na návratovú adresu
vloží dočasný interný bod prerušenia, takže sa vykoná celá funkcia a pokračuje sa až za ňou.
Funkcia step out prečíta zo zásobníku návratovú adresu a na ňu umiestni bod prerušenia.
Funkcia run to here iba umiestni dočasný bod prerušenia na vybrané miesto.
Krokovanie takýmto simulovaním sa vykonáva kvôli tomu, že krokovanie je rádovo po-
malšie ako vykonávanie inštrukcií do ďalšieho bodu prerušenia.
2.3.3 Ladiace informácie
Pri ladení je potrebné mať prehľad o aktuálnom stave programu a taktiež hosťujúceho
stroja. Z tohoto dôvodu musí byť ladiaci nástroj schopný poskytovať komplexné kontextové
informácie o programe. Kvalitný ladiaci nástroj by mal zobrazovať všetky informácie, ktoré
je schopný získať. Medzi tieto informácie patria:
• Pozícia v zdrojovom kóde
• Stav zásobníku (stack back-trace)
• Hodnoty premenných
• Informácie o jednotlivých vláknach programu
• Stav procesoru
Pozícia v pôvodnom zdrojovom kóde je najzákladnejšia vlastnosť pri ladení na úrovni
zdrojového kódu. Užívateľ pohľadom do zdrojového kódu získa prehľad o aktuálnej pozícii
behu programu. Každý ladiaci nástroj by mal byť schopný zvýrazniť alebo inak vyznačiť
aktuálny riadok v rámci zdrojového kódu. Tie kvalitnejšie ladiace nástroje dokážu zvýrazniť
aj jednotlivé výrazy v rámci jedného riadku.
Stav zásobníku (stack back-trace) je druhou najdôležitejšou informáciou pri ladení
na tejto úrovni. Pomocou pozície v zdrojovom kóde dokážeme zistiť, v akej časti kódu
sa aktuálne program nachádza. Pomocou stavu zásobníku dokážeme rozpoznať, ako sa pro-
gram do tejto časti dostal. Väčšina bežných architektúr totiž ukladá pri volaní funkcií ich
návratové adresy na zásobník. Pri viacnásobnom zanorení takto môžeme sledovať hierar-
chiu volania funkcií spätným prechodom cez vrchol zásobníku. Okrem toho môžeme zisťovať
aj to, s akými argumentami boli funkcie volané.
Sledovanie hodnôt premenných poskytuje užitočné informácie napríklad pri ladení ne-
kritických chýb (nesprávna inicializácia premenných apod.). Na rozdiel od ladenia na úrovni
strojového kódu, získava užívateľ priamo hodnoty mapované na pôvodné názvy premenných
a nemusí ich hodnoty zdĺhavo dohľadávať.
Informácie o jednotlivých vláknach programu sa používajú pri viacvláknových apliká-
ciach. Tu musí ladiaci nástroj udržovať aj informácie o stave jednotlivých vlákien. Rov-
nako tak u viac-procesových aplikáciach je nutné brať do úvahy (kvôli medzi-procesovej
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komunikácii) kontext ostatných procesov, teda nielen tých, ktoré boli vytvorené ladeným
programom.
Pri ladení na úrovni zdrojového kódu nemusí užívateľ spravidla sledovať stav hosťujúce-
ho stroja, ale aj táto možnosť môže byť užitočná. Týmto spôsobom je možné zistiť hodnoty
registrov procesoru, obsah pamäte, či aktuálne spracovávaný strojový kód. Nejedná sa teda
o nič iného, než o informácie poskytované ladiacimi nástrojmi na úrovni strojového kódu.
Môžeme teda povedať, že ladenie na úrovni zdrojového kódu je nadstavbou ladenia na úrovni
strojového kódu.
2.4 Typy formátov ladiacich informácii
Jednou z hlavných úloh ladiaceho nástroja je načítať ladiace informácie a následne ich
vhodne použiť pri ladení. Formát ani spôsob uloženia týchto informácii nie je jednotný
a existuje niekoľko bežne využívaných štandardov. Pre spôsob uloženia existujú dve mož-
nosti:
• Uloženie ladiacich informácii oddelene od programu
• Uloženie ladiacich informácii spoločne s kódom do jedného súboru
Prvou možnosťou je uloženie ladiacich informácii oddelene od programu ako to zná-
zorňuje obrázok 2.3. Prekladač vytvorí súbor so strojovým kódom programu a naviac vytvorí
súbor s ladiacimi informáciami. Vzájomne sú na seba viazané menom a cestou odpoveda-












Obrázok 2.3: Generovanie ladiacich informácii oddelene od programu [17].
Druhou možnosťou je uloženie ladiacich informácii spolu s programom do jedného sú-
boru ako je to zobrazené na obrázku 2.4. Výhodou je zjednodušená distribúcia aplikácii,
kedy nie je nutné prikladať súbor s ladiacimi informáciami. Tie sú v tomto prípade uložené
ako jedna, či viac špeciálnych sekcií programu. Toto riešenie sa používa najčastejšie a je
súčasťou formátov STABS, COFF alebo DWARF.
Medzi najbežnejšie ladiace formáty patria:














Obrázok 2.4: Generovanie ladiacich informácii spolu s programom do jedného súboru [17].
• COFF (Common Object File Format)
• PDB (Program DataBase)
• DWARF (Debugging With Attributed Record Formats)
Pomenovanie formátu STABS vychádza z konceptu ukladania ladiacich informácii. Tie
sú kódované a ukladané ako reťazce v tabuľke symbolov. Vzhľadom k rastúcemu množstvu
ukladaných informácii sa tento spôsob stal neefektívny. Nevýhodou je aj fakt, že pre tento
formát neexistuje žiadny štandard.
COFF nie je len štandardom ladiacich informácii ale aj objektového súboru, v ktorom sú
tieto informácie uložené. Vďaka dobre pomenovaným sekciám môže takýto objektový súbor
obsahovať ladiace informácie aj v inom formáte ako COFF. Existuje niekoľko verzií tohoto
formátu XCOFF, ECOFF, či PE-COFF. Ladiace informácie sú ukladané ako binárne dáta
v sekciách so špeciálnym názvom.
PDB je formát vytvorený spoločnosťou Microsoft, ktorý je generovaný iba pomocou
nástroja Microsoft Visual Studio, a ktorý využíva väčšina ich prekladačov. Formát PDB
je väčšinou používaný na platformách ARM a Intel x86 a je založený na staršom formáte
CodeView. Ladiace informácie sú ukladané v externom súbore s príponou .pdb. Každý
spustiteľný súbor vo formáte PE [6] má odpovedajúci súbor s ladiacimi informáciami. Tie
súbory sú spárované pomocou unikátneho GUID kódu. Formát PDB je proprietárny, preto
je spracovanie takéhoto formátu možné iba pomocou poskytovanej medzivrstvy nazýva-
nej Debugging Tools for Windows. Štruktúra formátu je podobná štruktúre súborového
systému. Pozostáva z viacerých podsúborov, z ktorých každý obsahuje iný druh informá-
cie. Tieto podsúbory môžu obsahovať popis typu, kompilačnej jednotky, tabuľky symbo-
lov alebo PE sekcií. Okrem toho, každá kompilačná jednotka obsahuje ďalšie podsúbory
popisujúce funkcie, lokálne a globálne premenné a mapovanie čísiel riadkov vrámci tejto
kompilačnej jednotky.
História formátu DWARF siaha až do roku 1980, kedy bol formát navrhnutý pre ladenie
programov v jazyku C na systéme UNIX. Tento formát nie je závislý na programovacom ja-
zyku, operačnom systéme ani architektúre procesoru. Najčastejšie je spájaný s objektovým
formátom ELF. Formát dokáže okrem iného uložiť informácie o dátových typoch a menách
premenných, typy a argumenty funkcií, adresy symbolov v pamäti, informácie o užívateľ-
ských dátových typoch, popis zásobníku, ABI (Application binary interface) atď. Oproti
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ostatným zvláda jemnejšie určovanie pozície v súboroch, kedy okrem čísla riadku obsahuje
aj informáciu o čísle stĺpca. Ladiace informácie sú v tomto formáte ukladané do pomenova-
ných sekcií s preddefinovaným názvom. Tento formát bol vybraný pre ukladanie ladiacich
informácii v rámci projektu Lissom, preto mu budeme venovať celú samostatnú kapitolu.
2.5 Existujúce ladiace nástroje
• GDB2 a DDD3 – GNU ladiaci nástroj a jeho grafická nadstavba. GDB samotné pracuje
iba v príkazovom riadku, DDD pridáva ústretovejšie užívateľské rozhranie. Otcom
projektu je Richard Stallman. GDB pracuje s mnohými programovacími jazykmi,
napr. C, C++, Ada, Fortran. Podporuje cez dve desiatky architektúr procesorov.
Ako prvý ladiaci nástroj podporoval vzdialené ladenie (remote debugging).
• WinDbg4 – Ladiaci nástroj od firmy Microsoft. Je určený len pre Microsoft Windows.
Jedná sa o viacúčelový nástroj, ktorý je schopný okrem iného aj ladiť ovládače, či
služby jadra operačného systému. Využíva sa tiež pri skúmaní pádov operačného
systému (tzv. Blue Screen of Death).
• SoftICE – Ide o veľmi mocný ladiaci nástroj, ktorý pracuje na najnižšej vrstve opera-
čného systému. V roku 1987 vytvorila spoločnosť Numero prvú verziu tohto ladiaceho
nástroja, vyvíjaný bol bezmála 20 rokov až do roku 2006, kedy bol jeho ďalší vývoj po-
zastavený. Ako jeho nasledovníci vznikli ladiaci nástroj Syser a Rasta Ring 0. SoftICE
pracuje pod operačným systémom Microsoft Windows (predtým tiež pod Microsoft
MS-DOS). Tento ladiaci nástroj je určený predovšetkým pre ladenie ovládačov hard-
vérových zariadení, ale vďaka svojim vlastnostiam je používaný aj pre ladenie ostat-
ných programov či pre tzv. software cracking. V dnešnej dobe sa už pomaly nevyužíva
a jeho miesto nahrádza ladiaci nástroj Ollydbg.
• Ollydbg5 – Veľmi vydarený voľne dostupný ladiaci nástroj pre operačný systém Micro-
soft Windows, ktorého autorom je Oleh Yuschuk. Vďaka obrovskej užívateľskej zá-
kladni existuje veľké množstvo rozšírení a vylepšení pre tento program. V roka 2009
bola dokončená druhá verzia tohto programu, ktorá priniesla mnoho revolučných me-
tód.
• Microsoft Visual Studio Debugger6 – Tento ladiaci nástroj je súčasťou každej verzie
vývojového prostredia Visual Studio. Funkčne vychádza z aplikácie CodeView, čo
bol textový ladiaci nástroj v prostredí Microsoft Visual C++. Je stabilný, rýchly
a jednoduchý na použitie. Záporom je neschopnosť ladiť funkcie jadra operačného
systému.
2GDB – referencia na projekt http://www.gnu.org/software/gdb/
3DDD – referencia na projekt http://www.gnu.org/software/ddd/
4WinDbg – referencia na projekt http://www.windbg.org/
5Ollydbg – referencia na projekt http://www.ollydbg.de/





V tejto kapitole si popíšeme formát DWARF, ktorý bol vybraný ako formát ladiacich infor-
mácii v projekte Lissom. Táto kapitola čerpá informácie z [25], [10], [2], [18]. Tento formát
je navrhnutý ako nezávislý na architektúre procesoru alebo programovacom jazyku. Je teda
teoreticky možné ho použiť s každým formátom objektového súboru za predpokladu pod-
pory zo strany prekladača a možnosti použitia pomenovaných sekcií v objektovom súbore.
Aj napriek týmto skutočnostiam je najčastejšie spájaný s formátom objektového súboru
ELF.
Ladiace informácie sú rozdelené do niekoľkých sekcií. Názov každej sekcie začína prefi-
xom .debug . DWARF od verzie 2 sa zameriava na úsporu miesta pre ladiace informácie.
Dosahuje sa toho použitím programov v bajtovom kóde pre generovanie tabuliek informácií,
skratkami a formátom LEB128 pre uloženie čísel na minimálnom počte bitov.
LEB128 rozdelí číslo na bloky po siedmich bitoch. Jednotlivé bloky sa potom ukladajú
od LSB (Least Significant Byte) do MSB (Most Significant Byte), najvyšší bit bloku určuje,
či bude nasledovať ďalší blok. Čísla so znamienkom (SLEB128) sa ukladajú rovnako ako
čísla bez znamienka (ULEB128), iba sa sedem-bitová časť znamienkovo rozšíri.
Informácie o jednotlivých symboloch sú uložené ako ladiace záznamy a usporiadané
do stromu. Pomocou ladiacich záznamov sú uložené informácie o funkciách a ich parame-
troch, o globálnych a lokálnych premenných a taktiež o dátových typoch vrátane štruktúr
a unionov. Ladiace záznamy obsahujú atribúty, z ktorých niektoré majú zložitejšiu sé-
mantiku, napríklad informácie o umiestnení symbolu. Okrem ladiacich záznamov sú medzi
ladiacimi informáciami uložené informácie o mapovaní riadkov na adresy v strojovom kóde
a o rozložení rámca pre prípad, kedy je potrebné sa pozrieť na funkciu hlbšie na zásobníku.
3.1 Záznamy ladiacich informácii
Ladiaci záznam (DIE - Debugging Information Entry) sa skladá z typu (prefix DW TAG)
a niekoľkých atribútov (prefix DW AT). U každého atribútu je definovaná kategória typu
hodnoty, ktorú tento atribút obsahuje. Existujú dva základné typy ladiacich záznamov:
• Ladiace záznamy popisujúce dáta a typy ako sú základné dátové typy, premenné, polia,
štruktúry, triedy, atď. Miesto uloženia dát je definované výrazom, ktorý pozostáva
z postupnosti operácii a hodnôt, ktoré sú vyhodnocované jednoduchým zásobníkovým
automatom.














Obrázok 3.1: Príklad hierarchickej stromovej štruktúry formátu DWARF [12].
viacero iných ladiacich záznamov, ktoré ich popisujú. Patria sem funkcie a podpro-
gramy.
Ladiace záznamy sú organizované do stromu. V tomto strome každý uzol reprezentuje
ladiaci záznam, ktorý môže predstavovať premennú, typ alebo funkciu. Každý záznam má
definované, či má potomkov. Ak áno, ďalší fyzicky uložený záznam je potomkom aktuál-
neho záznamu, inak sú na rovnakej úrovni. Návrat na vyššiu úroveň stromu je realizovaný
nulovým záznamom (prakticky sa jedná o jediný nulový bajt). Na najvyššej úrovni stromu
je ladiaci záznam, ktorý reprezentuje kompilačnú jednotku. Informácie o kompilačnej jed-
notke obsahujú cestu k zdrojovému súboru, jazyk, umiestnenie kódu v pamäti a odkazy
na informácie o riadkoch, dátových typoch a makrách. V príklade na obrázku 3.2 má dvoch
potomkov a to ladiaci záznam popisujúci main a ladiaci záznam popisujúci základný typ
návratovej hodnoty z funkcie main. Zatiaľčo záznam popisujúci main je priamym potom-
kom kompilačnej jednotky, na záznam základného typu sa odkazuje atribút záznamu main.
Ladiace záznamy môžu byť rozdelené do dvoch základných typov. Prvým sú tie, ktoré popi-
sujú dáta vrátane dátových typov a druhým sú tie, ktoré popisujú funkcie a iný spustiteľný
kód.
Atribúty ladiacich záznamov môžu obsahovať rôzne hodnoty, ako napríklad konštanty
(ako meno funkcie), premenné (ako počiatočnú adresu funkcie) alebo referencie na iné la-
diace záznamy (ako referencia na typ návratovej hodnoty funkcie). Typ hodnoty atribútu
môže patriť do jednej z týchto tried:
• adresa - tento typ hodnoty sa odkazuje do adresového priestoru popisovaného pro-
gramu
• blok - tento typ hodnoty predstavuje ľubovoľný počet neinterpretovaných dátových
bajtov
• konštanta - tento typ hodnoty predstavuje 1, 2, 4, alebo 8 bajtovú neinterpretovanú






























Obrázok 3.2: Grafická reprezentácia jednoduchého programu vo formáte DWARF [10].
• príznak - tento typ hodnoty predstavuje malú konštantnú hodnotu, ktorá indikuje
prítomnosť alebo neprítomnosť daného atribútu
• referencia - tento typ hodnoty sa odkazuje na nejaký člen, ktorý sa nachádza v medzi
záznamami ladiacich informácii, ktoré popisujú program.
3.2 Záznamy o inštrukciách, dátach a typoch
Keďže formát DWARF je nezávislí na programovacom jazyku musí obsahovať mechaniz-
mus, ktorým je možné jednotne popisovať základné aj odvodené typy tak, aby sa tento
mechanizmus dal použiť u všetkých podporovaných programovacích jazykoch.
Popis základných typov vo formáte DWARF ponúka najnižšiu úroveň mapovania medzi
jednoduchými dátovými typmi a ich reprezentáciou na cieľovom hardvéri. Na obrázku 3.3
je znázornená reprezentácia 32-bitového základného typu int a reprezentácia 16-bitového
typu int.
Základné typy sú určené menom, veľkosťou a spôsobom zakódovania (napríklad float,
celé číslo s alebo bez znamienka, adresa, apod). Zo základných typov sa potom tvoria
odvodené typy. Je možné vytvárať pole (je potreba určiť rozostup medzi prvkami a voliteľne
aj veľkosť celého poľa), modifikované typy (ukazatele, const, volatile), aliasy typov (typedef)
a štruktúry alebo uniony.
Na obrázku 3.4 môžeme vidieť reprezentáciu premennej typu int. Ako je vidieť na obráz-










Obrázok 3.3: Reprezentácia 32-bitového a 16-bitového základného typu int vo formáte
DWARF [10].
na záznam určená ako offset od začiatku kompilačnej jednotky, v ktorej sa daný záznam








Obrázok 3.4: Reprezentácia referencie na základný typ int vo formáte DWARF [10].
Nové typy vznikajú modifikáciou základných typov. Na obrázkoch 3.5 a 3.6 môžeme
vidieť príklady takto vytvorených typov.
3.2.1 Polia
Polia sú definované pomocou záznamov, ktoré určujú, či sú dáta uložené v poradí po stĺp-
coch (column major order) alebo v poradí po riadkoch (row major order). Index je repre-
zentovaný tzv. subrange type, ktorý poskytuje dolnú a hornú hranicu pre každú dimenziu.
Toto umožňuje formátu DWARF popis polí, ktoré môžu mať akúkoľvek hodnotu pre dolnú
a hornú hranicu poľa.
3.2.2 Štruktúry, triedy, uniony a rozhrania
Všetky tieto dátové štruktúry sa nachádzajú, s menšími, či väčšími obmenami, vo všetkých
programovacích jazykoch. Vo formáte DWARF sú všetky popísané veľmi podobne. Vždy
sú reprezentované hlavným záznamom, ktorý je rodičovským pre ostatné záznamy, ktoré
popisujú jednotlivé členy danej dátovej štruktúry. Hlavný záznam obsahuje názov tejto
dátovej štruktúry a atribúty. Tento popis sa podobá na popis reprezentácie premenných,
avšak tu máme k dispozícii niekoľko atribútov, ktoré sa pri premenných nenachádzajú.
Informácie o členoch dátových štruktúr obsahujú meno, typ a umiestnenie, ktoré je relatívne














int *px“ vo formáte DWARF [10].
3.2.3 Premenné
Reprezentácia premenných je v podstate veľmi jednoduchá. Majú názov, ktorý reprezentuje
určitú časť pamäte alebo register. Toto úložisko potom obsahuje hodnotu premennej. Typ
hodnoty a taktiež povolené operácie s touto hodnotou popisuje daný typ premennej. Formát
DWARF rozdeluje premenné do troch kategórií: konštanty, parametre funkcií a premenné.
Väčšina premenných obsahuje atribút určujúci ich umiestnenie. V jednoduchších prípadoch
je premenná uložená v pamäti a má fixnú adresu. V ostatných prípadoch je však umiestnenie
nutné dopočítať.
3.3 Popis umiestnenia
Popis umiestnenia sa dá považovať za zložitejší typ. Popisy umiestnenia sa používajú
pre určenie miesta, kde leží pamäťová premenná, ukazatel zásobníku alebo napríklad ná-
vratová adresa z podprogramu. Umiestnenie môže byť v dvoch formách, buď ako výraz
alebo zoznam. Výraz je uložený ako blok, zoznam ako referencie do sekcie .debug loc.
Príklad zápisu umiestnenia vo formáte DWARF je na obrázku 3.7.
3.3.1 Výraz umiestnenia
Výraz umiestnenia je program v bajtovom kóde. Inštrukcie pracujú na princípe zásobníku,
výsledok programu, teda umiestnenie, je na konci uložený na vrchole zásobníku. Parame-
tre operácií sú súčasťou inštrukcie. Zo zásobníku čítajú informácie iba niektoré kategórie
inštrukcií.
Inštrukcie pre registrové operácie a literály vkladajú na vrchol zásobníku register alebo li-
terál určený buď priamo inštrukciou (X v názve: DW OP regX alebo DW OP litX) alebo para-
metrom.
Ďalšie určovanie adries je zariadené prostredníctvom registrov (u DW OP addr to bol lite-
rál). Aký register sa pre adresovanie použije je určené parametrom inštrukcie (DW OP bregx)
alebo priamo názvom inštrukcie (DW OP bregX). Namiesto registru je možné použiť aj špe-



















cont char **argv“ vo formáte DWARF [10].
K základu adresy sa pripočíta offset zadaný ďalším parametrom inštrukcie.
Inštrukcie pre zásobníkové operácie umožňujú kopírovať, presúvať a mazať hodnoty
na zásobníku. Zvláštnou skupinou zásobníkových operácií sú dereferenčné operácie, ktoré
vezmú hodnotu na vrchole zásobníku ako adresu a nahradia ju hodnotou na tejto adrese.
Veľkosť hodnoty je určená buď parametrom alebo sa použije veľkosť bežná pre danú archi-
tektúru.
Inštrukcie pre aritmetické a logické operácie použijú niekoľko hodnôt zo zásobníku,
odstránia ich a výsledok operácie vložia na vrchol.
Posledná skupina inštrukcií slúži k riadeniu toku. Ciele podmienených a nepodmiene-
ných skokov sú zadané relatívne k následujúcej operácii. Porovnávacie inštrukcie odoberú
z vrcholu zásobníku prvú hodnotu porovnajú ju s druhou a na vrchol zásobníku vloží jed-
notku alebo nulu podľa výsledku porovnania.
3.3.2 Zoznam umiestnenia
Zoznamy umiestnenia sú uložené v sekcii .debug loc. Každý záznam je zložený z počiatoč-
nej a koncovej adresy inštrukcií a výrazov umiestnenia, ktoré platia v danom rozsahu adries.
Adresy sú uložené vo forme DW FORM addr, výraz umiestnenia ako blok DW FORM block2.
3.4 Reprezentácia spustiteľného kódu
3.4.1 Funkcie a podprogramy
Formát DWARF popisuje funkcie aj podprogramy rovnakým záznamom a to záznamom































Obrázok 3.7: Príklad atribútov umiestení vo formáte DWARF [10].
(súbor, riadok a stĺpec) a niekoľko atribútov, napríklad atribút, ktorý indikuje, či je pod-
program external to znamená, či je viditeľný z aktuálnej kompilačnej jednotky.
Ďalej tento záznam obsahuje atribút, ktorý určuje časti pamäte, ktoré podprogram
zaberá. Návratová hodnota funkcie je daná atribútom typu. Podprogramy, ktoré nemajú
návratovú hodnotu tento atribút neobsahujú. Atribút návratovej adresy obsahuje výraz
umiestnenia, ktorý určuje miesto v kóde odkiaľ sa daný podprogram volal. Ďalším dôležitým
atribútom je atribút určujúci tzv. frame base. Tento atribút obsahuje výraz umiestnenia,
ktorý počíta adresu rámca zásobníku pre daný podprogram.
Parametre podprogramov sú reprezentované záznamami premenných, ktoré majú atri-
bút variable parameter. Záznamy parametrov sú v rovnakom poradí ako parametre pri vo-
laní podprogramu. Záznamy pre premenné podprogramu nasledujú za záznamami parame-
trov.
3.4.2 Kompilačná jednotka
Každý samostatne sa kompilujúci zdrojový súbor je vo formáte DWARF označený ako
kompilačná jednotka. Každá kompilačná jednotka má hlavný záznam, ktorý obsahuje zá-
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kladné informácie o kompilácii vrátane adresáru a názvu zdrojového súboru, programova-
cieho jazyka, názvu, ktorý identifikuje tvorcu DWARF informácii a offsetu do dátovej sekcie
formátu DWARF pre uľahčenie prístupu k informácia číslach riadkov a o makrách. Kom-
pilačná jednotka je hlavný záznam pre všetky záznamy, ktoré tvoria kompilačnú jednotku.
Vo všeobecnosti prvý záznam definuje dátové typy nasledované globálnymi premennými
a funkciami, ktoré sa nachádzajú v zdrojovom súbore. Záznamy pre funkcie a premenné
sa objavujú približne v takom poradí, v akom sú v zdrojovom súbore.
3.5 Ostatné dáta formátu DWARF
3.5.1 Informácie o riadkoch
Informácie sú uložené v sekcii .debug line ako program v bajtovom kóde. Cieľom je ku kaž-
dej adrese s inštrukciou priradiť riadok zdrojového kódu v súboroch a taktiež určiť, či
na danej adrese príkaz začína alebo procedúra končí. Uloženie týchto informácií do matice
by zabralo príliš mnoho miesta, táto matica sa virtuálne generuje práve programom pre ko-
nečný automat. Formát DWARF pridáva k týmto informáciám ešte informáciu o stĺpci.
Automat má niekoľko registrov, medzi tie dôležité patrí adresa, číslo súboru a riadok
v súbore. Hlavička programu pre automat obsahuje zoznam súborov a adresárov a konfigu-
ráciu inštrukcií, ktorá umožňuje používať špeciálne jednobajtové inštrukcie pre automat.
Štandardné operácie menia obsahy registrov a majú aj niekoľkobajtový zápis. Rozšírené
operácie sú ešte dlhšie, vďaka určeniu dĺžky umožňujú používať veľké hodnoty. Špeciálne
inštrukcie sú jednobajtové, menia v jednom kroku registre adresy a čísla riadku. Nemajú
konkrétny operačný kód, formát operačného kódu je určený pomocou konfigurácie v hla-
vičke.
3.5.2 Informácie o makrách
Formát DWARF zahŕňa popis makier definovaných v programe. Toto môže byť využité
ladiacim nástrojom pre zobrazenie hodnôt makra alebo pre prípadný preklad makra do ko-
rešpondujúceho zdrojového jazyka.
3.5.3 Informácie o rozložení rámca
Pomocou programu uloženého v sekcii .debug frame sa podobne ako u informácií o riad-
koch vytvára matica informácií. V tomto prípade sa pre každú inštrukciu funkcie určuje,
kde sú uložené ktoré registre a špeciálne hodnoty ako návratová adresa a ukazatel na začia-
tok rámca. Tabuľka informácií teda obsahuje stĺpce umiestnenia inštrukcie, ukazatele rámca
a následne jednotlivé registre podľa svojich čísel. Jednotlivé hodnoty v stĺpcoch sú pravidlá
pre získanie skutočnej hodnoty.
Tieto pravidlá sú:
• nedefinovaná hodnota: pre registre, ktoré nie sú uchovávané
• rovnaká hodnota: pre uchovávané registre, ktorých hodnota nebola zmenená
• offset: má jeden parameter offset, register je uložený na adrese offsetu relatívne k za-
čiatku rámca
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• register: jeden parameter určuje, v ktorom registri je hodnota uložená
Záznamy sú rozdelené na dva druhy: spoločné informácie a konkrétny rámec, pričom
ten sa odkazuje na záznam o spoločných informáciach. Medzi ukladané informácie o rám-
coch patrí zarovnanie kódu a dát, označenie registra pre návratovú hodnotu a inštrukcie
programu pre generovanie pravidiel.
3.5.4 CFI (Call Frame Information)
Ladiace nástroje často potrebujú byť schopné prezerať a modifikovať stav aktivácie akého-
koľvek podprogramu, ktorý je na zásobníku. Informácie o aktivácii pozostávajú z:
• Umiestnenie kódu v rámci podprogramu. Toto umiestnenie môže predstavovať miesto
pozastavenia programu, miesto kde podprogram vykonal volanie iného podprogramu
alebo bol prerušený asynchrónnou udalosťou.
• Oblasť pamäte, ktorá je alokovaná na zásobníku, a ktorá sa nazýva
”
rámec volaného
podprogramu“ (Call Frame). Tento rámec je identifikovaný adresou na zásobníku.
Táto adresa sa nazýva Canonical Frame Address (CFA).
• Registre, ktoré sú používané podprogramom na danom mieste kódu.
Typicky sa zaisťuje aby aktuálny obsah registrov bol zachovaný napriek volaniu iného
podprogramu. Ak volaný podprogram chce využiť nejaký z registrov, musí uložiť hodnotu,
ktorú register obsahoval pri volaní daného podprogramu a tiež túto hodnotu vrátiť naspäť
do daného registra pri návrate z podprogramu. Kód, ktorý zaisťuje uloženie týchto hodnôt
sa nazýva prológ podprogramu a kód, ktorý zaisťuje vrátenie daných hodnôt späť sa nazýva
epilóg podprogramu. Typicky sa prológ nachádza na začiatku podprogramu a epilóg na konci
podprogramu.
Ladiaci nástroj môže potom, získať informácie uložené v časti epilóg a spočítať Ca-
nonical Frame Address (CFA) predchádzajúceho podprogramu a tiež umiestnenie kódu.
Takto dokážeme získať návratovú adresu aktuálneho podprogramu. Pre vykonanie tejto
operácie je potrebné poznať, kde sú uložené informácie z registrov, ako spočítať CFA pred-
chádzajúceho podprogramu a umiestnenie kódu. Ak chceme uvažovať nad uložením týchto
informácii tak, aby boli nezávislé na architektúre je potrebné zvážiť nasledujúce špeciálne
situácie:
• Umiestnenie prológu a epilógu nemusí byť vždy na začiatku a na konci podprogramu.
• Prekladače používajú odlišné metódy pri práci s rámcom volaného podprogramu.
• Algoritmus na výpočet CFA sa mení s prechodom cez kód prológu a epilógu. (Z defi-
nície vyplýva, že hodnota CFA sa ale nemení.).
• Niektoré podprogramy nemajú rámec volaného podprogramu.
• Niekedy je hodnota registra uložená do iného registra, ktorý podľa konvencie nemusí
byť uložený.
• Niektoré architektúry používajú špeciálne inštrukcie , ktoré vykonávajú prácu s niek-
torými alebo všetkými registrami vrámci jednej inštrukcie, pričom na zásobník uložia
špeciálne informácie o tom, akým spôsobom sú hodnoty registrov uložené.
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• Niektoré architektúry zaobchádzajú s hodnotou návratovej adresy špeciálnym spôso-
bom.
Formát DWARF definuje základné informácie o tom, akým spôsobom podprogramy
ukladajú a obnovujú hodnoty registrov. CFI ladiace informácie sú reprezentované tabuľkou,
ktorej štruktúra je zobrazená na obrázku 3.8.





Obrázok 3.8: Štruktúra CFI [2].
Prvý stĺpec obsahuje adresu pre každé umiestenie, ktoré obsahuje kód v programe.
Ostatné stĺpce obsahujú pravidla pre získanie informácií o predchádzajúcom podprograme
v závislosti na aktuálnom umiestnení. V prvom stĺpci, ktorý obsahuje pravidlá, sa nachádza
pravidlo, ktoré umožňuje spočítanie hodnoty CFA. Zostávajúce stĺpce sú označené podľa
čísla registra. Sú tu tiež zahrnuté registre, ktoré majú špeciálny účel ako register obsahu-
júci programový čítač alebo ukazatel na zásobník. Takéto stĺpce obsahujú pravidlá, ktoré
popisujú, či bola hodnota registra uložená a akým spôsobom túto hodnotu získame. Tieto
stĺpce môžu obsahovať nasledujúce pravidlá:
• undefined - register s takýmto pravidlom nemal žiadnu hodnotu v predchádzajúcom
podprograme.
• same value - Register s takýmto pravidlom hovorí, že jeho hodnota nie je v podpro-
grame modifikovaná.
• offset(N) - Register s takýmto pravidlom hovorí, že jeho predchádzajúca hodnota
je uložená na adrese CFA+N, kde CFA je aktuána hodnota CFA a N je znamienkový
ofset.
• register(R) - Register s takýmto pravidlom hovorí, že jeho predchádzajúca hodnota
je uložená v inom registri, ktorý je identifikovaný číslom R.
• architectural - Register s takýmto pravidlom hovorí, že pravidlá sú definované externe
pomocou špeciálnych informácii.
Väčšina záznamov v tabuľke je rovnakých ako tie, ktoré sa nachádzajú nad nimi. Preto
je možné celú tabuľku reprezentovať kompaktnejšie a to tak, že sa budú zaznamenávať iba
rozdiely medzi jednotlivými záznamami vrámci jednotlivých podprogramov.
CFI ladiace informácie sú uložené v sekcii s názvom .debug frame. Záznamy uložené
v tejto sekcii sa vyskytujú v dvoch formách: Common Information Entry (CIE) a Frame
Description Entry (FDE).
V CIE sú uložené informácie, ktoré sú zdielané naprieč viacerými popisovačmi rám-
cov (Frame Descriptors - FD). Existuje vždy aspoň jedna CIE v každej neprázdnej sekcii
.debug frame. CIE obsahuje nasledujúce položky:
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• length - konštanta udávajúca počet bajtov reprezentujúcich veľkosť CIE štruktúry.
• CIE id - konštanta, ktorá sa používa na rozlíšenie záznamov CIE a FDE.
• version - číslo verzie špecifické pre CFI.
• augmentation - ukončujúci reťazec, ktorý identifikuje rozšírené informácie o konkrét-
nom CIE alebo o viacerých FDE, ktoré daný CIE využívajú.
• code alignment factor - konštanta, ktorá sa počíta pre každú rozšírenú inštrukciu
umiestnenia.
• data alignment factor - konštanta, ktorá sa počíta pre každú inštrukciu offsetu.
• return address register - konštanta, ktorá reprezentuje stĺpec v tabuľke pravidiel,
ktorý reprezentuje návratovú adresu podprogramu.
• initial instructions - počiatočné inštrukcie, ktoré vytvárajú počiatočné nastave-
nia pre každý stĺpec v tabuľke.
• padding - reprezentuje množstvo DW CFA nop inštrukcií, aby veľkosť záznamu sedela
s hodnotou length.
FDE obsahuje nasledujúce položky:
• length - konštanta udávajúca počet bajtov reprezentujúcich veľkosť hlavičky a súboru
inštrukcií pre daný podprogram.
• CIE pointer - konštantný ofset do sekcie .debug frame, ktorý označuje CIE, ktoré
je asociované s daným FDE.
• initial location - konštanta udávajúca adresu prvého umiestnenia asociovaného
s daným záznamom v tabuľke.
• address range - konštanta udávajúca počet bajtov inštrukcií programu popísaných
daným záznamom.
• instructions - sekvencia tabuľkou definovaných inštrukcií.
Nasledujúci príklad prológu a epilógu v jazyku assembler zobrazuje prácu práve s vyššie
popísanými tabuľkami.
;; začiatok prológu
foo sub R7 , R7 , fsize ; alokácia rámcu
; uloženie návratovej adresy
foo+4 store R1 , R7 , (fsize -4)
; uloženie hodnoty registra R6
foo+8 store R6 , R7 , (fsize -8)
; register R6 je teraz ukazatel na rámec
foo+12 add R6 , R7 , 0
; uloženie registra , ktorý je potrebné zachovať.
foo+16 store R4 , R6 , (fsize -12)




foo+64 load R4 , R6 , (fsize -12); návrat pôvodnej hodnoty R4
foo+68 load R6 , R7 , (fsize -8) ; návrat pôvodnej hodnoty R6
foo+72 load R1 , R7 , (fsize -4) ; uloženie návratovej adresy
foo+76 add R7 , R7 , fsize ; odalokovanie rámca
foo+80 jump R ; návrat z~podprogramu
foo+84
Štruktúru tabuľky CFI zobrazuje tabuľka 3.1:
LOC CFA R0 R1 R2 R3 R4 R5 R6 R7 R8
foo [R7]+0 s u u u s s s s r1
foo+4 [R7]+fsize s u u u s s s s r1
foo+8 [R7]+fsize s u u u s s s s c4
foo+12 [R7]+fsize s u u u s s c8 s c4
foo+16 [R6]+fsize s u u u s s c8 s c4
foo+20 [R6]+fsize s u u u c12 s c8 s c4
foo+64 [R6]+fsize s u u u c12 s c8 s c4
foo+68 [R6]+fsize s u u u s s c8 s c4
foo+72 [R7]+fsize s u u u s s s s c4
foo+76 [R7]+fsize s u u u s s s s r1
foo+80 [R7]+0 s u u u s s s s r1
Tabuľka 3.1: Štruktúru tabuľky CFI v príklade.
Hodnoty v tabuľke majú nasledujúci význam:
• R8 obsahuje návratovú adresu inštrukcií pre daný podprogram.
• s je pravidlo same value.
• u je pravidlo undefined.
• rN je pravidlo register(N).
• cN je pravidlo offset(N)
• fsize je hodnota 12.
Štruktúru záznamu CIE pre danú sekciu .debug frame v príklade zobrazuje tabuľka 3.2:
Štruktúru záznamu FDE pre danú funkciu v príklade zobrazuje tabuľka 3.3:
3.5.5 Sekcie formátu DWARF
Rôzne dáta formátu DWARF sú uložené v samostatných sekciách. Všetky sekcie majú pre-
fix .debug . Pre zvýšenie efektivity, väčšina referencií na dáta formátu DWARF používajú
offset od začiatku dát pre danú kompilačnú jednotku. To predchádza potrebe relokácie la-
diacich informácii, čo urýchľuje načítavanie programu a ladenie.
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cie 32 ;položka length
cie+4 0xffffffff ;položka CIE id
cie+8 1 ;položka version
cie+9 0 ;položka augmentation
cie+10 4 ;položka code alignment factor
cie+11 4 ;položka data alignment factor
cie+12 8 ;R8 obsahuje návratovú adresu
cie+13 DW CFA def cfa (7, 0) ;CFA = [R7]+0
cie+16 DW CFA same value (0) ;R0 nemodifikovaný
cie+18 DW CFA undefined (1)
cie+20 DW CFA undefined (2)
cie+22 DW CFA undefined (3)
cie+24 DW CFA same value (4) ;R4 zachovaný
cie+26 DW CFA same value (5) ;R5 zachovaný
cie+28 DW CFA same value (6) ;R6 zachovaný
cie+30 DW CFA same value (7) ;R7 zachovaný
cie+32 DW CFA register (8, 1) ;R8 je v R1
cie+35 DW CFA NOP ;padding
cie+36
Tabuľka 3.2: Štruktúru záznamu CIE pre danú sekciu .debug frame v príklade.
Zoznam sekcií s popisom obsahu:
.debug abbrev – skratky použité v sekcii .debug info
.debug aranges – mapovanie medzi adresami pamäte a prekladom
.debug frame – informácie o rozložení rámca
.debug info – dáta formátu DWARF obsahujúce záznamy
.debug line – informácie o riadkoch
.debug loc – popis makier
.debug macinfo – vyhľadávacia tabuľka pre globálne objekty a funkcie
.debug pubnames – vyhľadávacia tabuľka pre globálne objekty a funkcie
.debug pubtypes – vyhľadávacia tabuľka pre globálne typy
.debug ranges – rozsahy adries, ktoré sú odkazované zo záznamov
.debug str – tabuľka reťazcov používaných sekciou .debug info
3.6 Reprezentácia dát
Dáta popisujúce program sú vo formáte DWARF reprezentované ako strom. Každý záznam
môže mať súrodencov a potomkov a obsahuje typ a množstvo atribútov. Každý atribút má
typ a hodnotu. Takáto forma ukladania je však zaberá veľa miesta. Preto poskytuje formát
DWARF od verzie 2 možnosti ako redukovať veľkosť ladiacich informácii.
V prvej sa využíva to, že záznamy majú definované, či majú alebo nemajú potomkov.
Ak záznam nemá potomkov nasleduje za ním jeho súrodenec. Ak záznam má potomkov tak
za ním nasleduje jeho prvý potomok. Takto môžeme eliminovať potrebu odkazov na súro-
dencov alebo potomkov.
Druhou metódou je použitie skratiek. Namiesto ukladania typu záznamu a typy a hod-
noty všetkých atribútov, ukladá sa iba odkaz, na skratku do tabuľky skratiek, nasledovaný
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fde 40 ;položka length
fde+4 cie ;položka CIE ptr
fde+8 foo ;položka initial location
fde+12 84 ;položka address range
fde+16 DW CFA advance loc (1) ;položka instructions
fde+17 DW CFA def cfa offset (<fsize> / 4)
fde+19 DW CFA advance loc (1)
fde+20 DW CFA offset (8, 1)
fde+22 DW CFA advance loc (1)
fde+23 DW CFA offset (6, 2)
fde+25 DW CFA advance loc (1)
fde+26 DW CFA def cfa register (6)
fde+28 DW CFA advance loc (1)
fde+29 DW CFA offset (4, 3)
fde+31 DW CFA advance loc (11)
fde+32 DW CFA restore (4)
fde+33 DW CFA advance loc (1)
fde+34 DW CFA restore (6)
fde+35 DW CFA def cfa register (7)
fde+37 DW CFA advance loc (1)
fde+38 DW CFA restore (8)
fde+39 DW CFA advance loc (1)
fde+40 DW CFA def cfa offset (0)
fde+42 DW CFA NOP ;zarovnanie
fde+43 DW CFA NOP ;zarovnanie
fde+44
Tabuľka 3.3: Štruktúru záznamu FDE pre danú funkciu v príklade.
hodnotami jednotlivých atribútov. Tabuľka skratiek je uložená v sekcii .debug abbrev.
Každá skratka ma jedinečnú identifikáciu. Skratky obsahujú typ záznamu, indikáciu, či má
daný záznam potomka a štruktúru, ktorá je tvorená typmi atribútov spolu s typom hodnoty
každého atribútu. Na každú skratku sa môže odkazovať veľké množstvo záznamov s rov-
nakou typovou štruktúrou. Každá kompilačná jednotka je spojená s konkrétnou tabuľkou
skratiek a jednu tabuľku skratiek môže zdielať niekoľko kompilačných jednotiek.
Menej využívaná vlastnosť formátu DWARF (od verzie 3) povoľuje referencie z jed-
nej kompilačnej jednotky na dáta formátu DWARF uložené v inej kompilačnej jednotke
alebo zdielanej knižnici. Mnohé prekladače generujú rovnaké tabuľky skratiek alebo zá-
kladné typy pre každú kompilačnú jednotku nezávisle na tom, či daná kompilačná jednotka
používa všetky tieto informácie alebo nie. Tieto informácie môžu byť uložené v zdielanej
knižnici a referencované z každej kompilačnej jednotky.
3.7 Spracovanie formátu DWARF
DWARF formát patrí medzi najrozšírenejšie formáty ladiacich informácii. Jeho generovanie
podporuje veľké množstvo prekladačov ako sú napríklad gcc, LLVM llc, Intel icc, a je
podporovaný skoro všetkými existujúcimi ladiacimi nástrojmi. Pre je ho spracovanie tieto
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ladiace nástroje využívajú niekoľko rôznych knižníc a nástrojov ako napríklad libdwarf [4],
dwarfdump [4] alebo objdump [3].
Knižnica libdwarf, ktorá je napísaná v jazyku C, je určená pre čítanie a zápis aplikácii
využívajúcich formát DWARF. Bola vytvorená firmou Silicon Graphics, Inc. (SGI) v roku
1991 pre uľahčenie úloh programátorom prekladačov a ladiacich nástrojov. Plne otvorenou
knižnicou sa stala v polovici deväťdesiatych rokov. Je licencovaná firmov Silicon Graphics,
Inc. pod licenciou LGPL a je používaná vo veľkom množstve projektov na získavanie la-
diacich informácii z objektových súborov, ktoré obsahujú ladiace informácie vo formáte
DWARF. Táto knižnica je taktiež schopná zápisu ladiacich informácii do súboru. O gene-
rovanie informácii sa stará daný prekladač. Zaujímavosťou je, že táto knižnica nedokáže
pracovať s pôvodným formátom DWARF vo verzii 1.
Dwarfdump je aplikácia, ktorá je nadstavbou nad knižnicou libdwarf. Táto aplikácia vy-
užíva túto knižnicu pre zobrazovanie ladiacich informácii vo forme, ktorá vhodná pre repre-
zentáciu ladiacich informácii zobrazovaných ľuďom. Tento nástroj je, podobne ako kniznica
libdwarf, voľne dostupný pod licenciou LGPL firmy Silicon Graphics, Inc. Nástroj je prí-
kladom využitia knižnice libdwarf pre spracovanie formátu DWARF a je taktiež príkladom
poskytovania vhodnej výstupnej reprezentácie ladiacich informácii.
Ďalším nástrojom, ktorý dokáže spracovávať a zobrazovať ladiace informácie vo formáte
DWARF je nastroj objdump. Tento nástroj využíva k získavaniu informácii o objektových
súboroch knižnicu libbfd [1], dokáže spracovávať rôzne objektové súbory. Nástroj objdump
je súčasťou GNU binary utilities, čo je kolekcia programových nástrojov, ktoré umožňujú
vytvárať a spracovávať programy v binárnej podobe, binárne súbory, knižnice, atď. Táto
kolekcia sa väčšinou používa v rámci väčších nástrojov ako sú GNU Compiler Collection
(gcc) alebo GNU debugger (gdb). Čiže nástroj objdump sa nepoužíva len pre spracovanie




Cieľom projektu Lissom je vytvoriť integrované prostredie pre návrh nových procesorov.
Jedná sa o návrh hardvérovej architektúry a súčasne o vývoj softvérových nástrojov. Pre po-
pis navrhovaných procesorov sa používa jazyk ISAC vyvinutý pre potreby projektu, ktorý si
popíšeme neskôr v tejto kapitole. Z modelu, špecifikovanom v tomto jazyku, sa vygeneruje
XML dokument popisujúci architektúru navrhnutého procesoru. Z tohoto súboru sú po-
tom automaticky generované nástroje – asemblér, disasemblér, prekladač jazyka C, ladiaci
nástroj, simulátor, linker viď obrázok 4.1. Všetky tieto automaticky generované nástroje
slúžia k tomu, aby sa čo najrýchlejšie urýchlil celý návrh ASIP1 procesorov. Výsledkom je
skrátenie doby jednotlivých vývojových iterácii, čo zefektívni celý postup návrhu.






assembler linker simulátor disassembler debugger
dekompilátor
Obrázok 4.1: Projekt Lissom a jeho generované nástroje [16].
1ASIP – Procesory s aplikačne špecifickou inštrukčnou sadou.
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4.1 Trojvrstvová architektúra









Obrázok 4.2: Trojvrstvová architektúra projektu Lissom [23].
4.1.1 Prezentačná vrstva
Prezentačná vrstva sa pripája na strednú vrstvu, posiela jej príkazy a zobrazuje odpovede.
V projekte Lissom je reprezentovaná nástrojom pre príkazový riadok a taktiež vývojovým
prostredím štúdia s grafickým užívateľským prostredím. Nástroj pre príkazový riadok je
jednoduchší, posiela strednej vrstve príkazy a zdrojové súbory a zobrazuje výsledky a ukladá
vytvorené súbory. Grafický klient má o niečo bohatšie možnosti, umožňuje naviac editáciu
modelu a programov a pri ladení jednoduchšie a prehľadnejšie zobrazuje ladený kód.
4.1.2 Stredná vrstva
Stredná vrstva zaisťuje všetky preklady, generovanie nástrojov, spúšťanie a komunikáciu
so simulátormi. Pri zahájení spojenia s prezentačnou vrstvou sa overí verzia protokolu
pre komunikáciu a užívateľ sa prihlási. Zmyslom prihlásenia je vytvorenie samostatných
prostredí pre viac užívateľov. Stredná vrstva taktiež vykonáva autentifikáciu a zároveň
jedno užívateľské meno je možné použiť v jednom okamžiku iba raz. Každý prihlásený
užívateľ má svoj adresár, kde sú uložené jeho projekty a dočasné súbory.
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4.1.3 Simulačná vrstva
Ďalšou úlohou strednej vrstvy je sprostredkovať simuláciu. V prvom kroku sú nainštalované
simulátory potrebné k simulácii. Tieto simulátory tvoria simulačnú vrstvu. V konfiguračnom
súbore, ktorý odosiela prezentačná vrstva, je zoznam simulátorov k inštalácii. U každého
z nich je uvedené jeho meno, súbor so simulovanou aplikáciou a umiestnenie simulátoru
v sieti.
Simulátor môže bežať na rovnakom alebo na inom počítači ako stredná vrstva. V prí-
pade, že simulátor beží na inom počítači ako stredná vrstva, odošle sa pomocou SSH2
program na cieľový počítač. Po spustení simulácie sa stredná vrstva na simulátory pripojí
a predá im zoznam ostatných simulátorov, ktoré potom naviažu spojenie medzi sebou.
Simulátory potom načítajú svoj súbor so simulovanou aplikáciou, inicializujú procesor
a čakajú na štart. Cieľom tohoto čakania je umožniť nastavovanie bodov prerušenia a iných
potrebných činností pred zahájením samotnej simulácie.
Prostredníctvom strednej vrstvy potom môže prezentačná vrstva jednotlivým simuláto-
rom zasielať príkazy. Príslušný simulátor počas toho mal byť zastavený. Simulátor sa zastaví
pri krokovaní alebo pri dosiahnutí bodu prerušenia. Príkazy pre simulátory stredná vrstva
iba preposiela. Prvým parametrom v týchto príkazoch je vždy meno simulátoru, ktorému je
príkaz určený. Medzi tieto príkazy patrí predovšetkým krokovánie a práca s bodmi preruše-
nia. Výsledky príkazov potom stredná vrstva väčšinou bezo zmien preposiela prezentačnej
vrstve.
Po ukončení všetkých simulátorov je možné získať ich výsledky. Výsledky obsahujú
výstup zo simulátorov, dobu vykonávania, obsah a počet použití jednotlivých registrov.
4.2 Komunikačný protokol
Komunikačným protokolom sa komunikuje medzi všetkými troma vrstvami, kedy stredná
vrstva pracuje ako prostredník medzi prezentačnou a simulačnou vrstvou a väčšinou medzi
nimi iba preposiela správy.
Komunikační protokol má formu zjednodušeného XML bez hlavičky a koreňového ele-
mentu. Používajú sa iba značky bez atribútov. Nie je možné používať skrátenú formu prázd-
nej značky a všetky značky majú veľké písmená. Dôvodom týchto obmedzení je použitie
operácií s reťazcami pre parsovanie namiesto knižnice pre spracovanie plnohodnotného XML
a to kvôli rýchlosti spracovania.
4.3 ISAC
Jazyk ISAC kladie veľký dôraz na automatické generovanie nástrojov. Ide o zmiešaný jazyk,
ktorý dokáže popísať ako architektúru procesoru, tak inštrukčnú sadu. Z hľadiska architek-
túry môžeme popisovať hardvérové prvky procesoru, ako sú pamäte, jednotlivé registre,
pipeline či ALU procesoru a ich prepojenie. Čo sa týka inštrukčnej sady, je u nej možné po-
pisovať jednotlivé operácie, syntaktický predpis inštrukčnej sady alebo kódovanie inštrukcií
a ich chovanie.
2SSH (Secure Shell) – zabezpečený komunikačný protokol v počítačových sieťach, ktoré používa TCP/IP.
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4.4 Automaticky generovaný prekladač
Jedným z nástrojov, ktoré sú generované pre každú architektúru je aj prekladač jazyka
C. Pri generovaní prekladača sa zároveň vytvára ovládač na tento prekladač. Prekladač je
postavený na základoch projektu LLVM (Low Level Virtual Machine) [20]. Projekt LLVM
sa zameriava tvorbu modulárnych prekladačov s vysokou mierou optimalizácie. LLVM je
infraštruktúra pre prekladač napísaná v jazyku C++, ktorá sa používa pre optimalizácie
v dobe prekladu, linkovania alebo aj behu aplikácie. Pôvodne implementovaná pre jazyky C
a C++, avšak rozvojom rôznych druhov front-end prekladačov sa rozšírili možnosti LLVM.
V spojení s prekladačom Clang predstavujú riešenie, ktoré je možné považovať za alterna-
tívu ku známemu gcc.
Prekladač sa skladá z troch častí a to z prednej (front-end) časti, strednej middle-
end časti a zadnej časti back-end. Ako predná časť prekladača sa používa Clang, ktorý je
poskytovaný projektom LLVM. Na strednej časti je zaujímavé to, že sa špecializuje na op-
timalizácie v dobe linkovania aplikácie a na medziprocedurálnu optimalizáciu. Zadná časť
prekladača je zodpovedná za vytvorenie strojového kódu v jazyku assembler. Táto časť je
generovaná automaticky pomocou nástroja backendgen. Vytváranie zadnej časti prekladača
má niekoľko krokov. V prvom kroku sa z vytvoreného modelu architektúry extrahuje sé-
mantika. Po tomto kroku sa vytvorí súbor, v ktorom je zachytený význam jednotlivých
inštrukcií. Tento súbor tvorí jeden zo vstupov pre vygenerovanie zadnej časti prekladaču.
Nástrojom backendgen v dalšej fáze vygenerujeme zdrojové súbory predovšetkým v jazyku
C, ktoré sú neskôr prekladané bežným prekladačom jazyka C (gcc). Pretože sú tieto súbory
generované s využitím informácií z modelu architektúry, je jasné, že zadná časť prekladača
je na danej architektúre závislá. Extraktor sémantiky a generátor zadnej časti prekladača
v tejto fáze veľmi úzko spolupracujú. Po úspešnom vygenerovaní zadnej časti prekladača
môžeme vytvoriť ovládač pre daný prekladač. Ostatné nástroje potrebné pre preklad sú
vygenerované z modelu architektúry predtým ako je vytvorená samotná zadná časť prekla-
dača [9].
Zatiaľčo je pre preklad nutné generovať všetky nástroje, vytvorenie ovládača nie je ne-
vyhnutné, avšak tento ovládač značne zjednodušuje proces prekladu. V skutočnosti je pre-
kladač gcc tiež ovládačom prekladača. Automaticky generovaný prekladač využíva ovládač
poskytovaný projektom LLVM. Tento ovládač sa nazýva llvmc. Nástroje, ktoré sú použité,
parametre, ktoré sú akceptované týmito nástrojmi a taktiež poradie vykonávania sú popí-
sané pomocou syntaxe. Popis llvmc má tri časti. Prvá časť obsahuje popis nástrojov, ktoré
budú použité. V druhej časti je nutné poskytnúť jazyky, ktoré sú na vstupe a na výstupe
každého nástroja. Nakoniec sa špecifikujú vzťahy medzi nástrojmi [9].
V rámci projektu Lissom sa taktiež využíva knižnicu s názvom compiler-rt, ktorá je
súčasťou projektu LLVM. Táto knižnica poskytuje implementáciu nízkoúrovňových rutín
podporujúcich generovanie kódu. Ak prekladač nevie ako dosiahnuť určitého chovania s da-
nou inštrukčnou sadou, pozrie sa do knižnice compiler-rt, či sa v nej nenachádza volanie
rutiny, ktorá by sa dala použiť. Hlavná časť knižnice pozostáva z aritmetiky s pohyblivou
desatinnou čiarkou. Keďže navrhnuté procesory často nemajú v inštrukčnej sade ich vlastné
inštrukcie na aritmetiku s pohyblivou desatinnou čiarkou, táto knižnica sa často využíva
na emuláciu takýchto výpočtov [9].
Na obrázku 4.3 sú znázornené všetky fázy testovania zadnej časti prekladača. Knižnice
nie sú nevyhnutne nutné pri testovaní. Je možné vykonávať testovanie aj bez nich. Kniž-
nica compiler-rt je iba ďalšou knižnicou, ktorá sa napríklad môže staticky linkovať počas















Obrázok 4.3: Fázy testovania zadnej časti prekladača [9].
Automaticky generovaný prekladač aktuálne poskytuje ladiacemu nástroju nasledujúce
ladiace informácie:
• Ladiace informácie o riadkoch v jednotlivých zdrojových súboroch.
• Naviac poskytuje ladiace informácie o pozícii v stĺpci v rámci každého riadku, čo umož-
ňuje jemnejšie určovanie pozície v súboroch.
• Ladiace informácie o globálnych premenných a funkciách.
Aktuálne tento prekladač negeneruje CFI ladiace informácie, popísané v časti 3.5.4,
ktoré sa využívajú k získaniu návratovej adresy a adresy volania každej funkcie. V tejto
práci preto bolo nutné implementovať iný koncept, ktorý by tieto informácie zabezpečoval.
Tento koncept je bližšie popísaný v tejto časti ??.
4.5 Formát objektového súboru
Lissom Object File Format (LOFF) [13], [21] je textový, objektový formát navrhnutý pre po-
treby projektu Lissom. Cieľom návrhu bolo vytvoriť jednoduchý a priamo čitateľný formát
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vhodný na reprezentáciu celej rady iných objektových formátov. Základné vlastnosti sú
nasledujúce:
• Nezávislosť na šírke slova inštrukcie.
• Nezávislosť na spôsobe uloženia čísiel (little-endian, big-endian).
• Nezávislosť na charaktere inštrukčnej sady.
• Nezávislosť na spôsobe uloženia, druhu pamäti a prístupu do nej.
Tento formát sa skladá zo záznamov, kde je každý záznam ukončený unixovým kon-
com riadku (0x0A). Obsahuje dva typy informácií, textové a číselné. Číselné informácie
sa vyskytujú v dvoch formátoch. Pre vlastné dáta sa používa binárna sústava a pre do-
plňujúce informácie (napríklad veľkosť sekcie) desiatková sústava. Pred textovými informá-

















pred začiatkom tejto práce
V tejto kapitole si popíšeme stav ladiaceho nástroja a simulačnej vrstvy, v akom boli pred za-
čatím tejto práce. Uvedieme si funkcie, ktoré ladiaci nástroj poskytuje aj akým spôsobom
prebieha samotné ladenie, nastavovanie bodov prerušenia a krokovanie. v tejto kapitole sú
uvedené poznatky získané z [19], [23], [14]. Keďže ladiaci nástroj je súčasťou simulačnej
vrstvy popíšeme si aj spôsoby simulácie a stav simulačnej vrstvy.
Na začiatku tejto práce bolo možné ako ladenie na úrovni strojového kódu, tak ladenie
na úrovni mikro-architektúry. Používal sa klient príkazového riadku a taktiež bolo možné
využiť vývojové prostredie Eclipse s nainštalovaným zásuvným modulom Eclissom, ktorý
bol vyvinutý v rámci projektu Lissom.
5.1 Simulačná vrstva
Simulačná vrstva sa používa na testovanie a validáciu návrhu procesorov ale taktiež apli-
kácií vytvorených pre jednotlivé architektúry. V projekte Lissom sa využíva buď jedno-
procesorová simulácia alebo viac-procesorová (MPSoC ) simulácia. V tejto časti si oba tieto
typy simulácii stručne popíšeme. Detailnejšie informácie o jednotlivých typoch simulácii
môžete nájsť [23].
5.1.1 Jedno-procesorová simulácia
V tejto časti si predstavíme tri základné typy jedno-procesorových simulátorov. Každý
s týchto typov má svoje výhody a nevýhody. Jedná sa o interpretovaný (interpreted) simu-
látor, kompilovaný (compiled) simulátor a prekladaný (translated) simulátor.
Interpretovaný simulátor
Prvým typom jedno-procesorového simulátoru je interpretovaný simulátor. Základom toho
simulátoru je neustále načítavanie, dekódovanie a vykonávanie inštrukcií uložených v pa-
mäti. Nevýhodou tohoto typu simulátora je, že inštrukcie, ktoré sa nachádzajú v cykloch
sú načítavané a dekódované niekoľko krát aj keď neboli zmenené. Kvôli tomu je samotné
simulácia relatívne pomalá. Na druhej strane simulátor je schopný simulácie akejkoľvek
cieľovej aplikácie a naviac obsahuje podporu seba-modifikujúceho kódu bez nutnosti pred-
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chádzajúcej konfigurácie tzv. supported out of the box. Čas potrebný na vytvorenie takéhoto
simulátora je taktiež relatívne krátky (najkratší s ostatných prezentovaných simulátorov).
Kompilovaný simulátor
Tento typ simulátoru sa používa ak je pre nás dôležitá rýchlosť simulácie. Vytvorenie kom-
pilovaného simulátoru je rozdelené do dvoch častí. V prvom kroku je cieľová aplikácia analy-
zovaná. V tejto fáze sa vytvára kód v jazyku C, ktorý simuluje cieľovú aplikáciu. Pre tvorbu
tohoto kódu sa využívajú informácie z analýzy. V druhom kroku je tento kód skompilovaný
dohromady. Takáto verzia kompilovaného simulátoru sa nazýva staticky kompilovaný (sta-
tic compiled) simulátor. Tento simulátor je závislý na cieľovej aplikácii a seba-modifikujúci
kód nie je podporovaný. Rýchlosť tohoto simulátoru môže byt niekoľko násobne vyššia ako
pri interpretovanom simulátore.
Druhou verziou kompilovaného simulátoru je simulátor, ktorý je kompilovaný iba v urči-
tých úsekoch a inak sa správa ako interpretovaný simulátor tzv. just-in-time compiled si-
mulator. Tento typ simulátoru podporuje seba-modifikujúci kód a nie je závislý na cieľovej
aplikácii. Na rozdiel od staticky kompilovaného simulátoru, tento simulátor je vytvorený
v jednom kroku pričom na začiatku simulácie sa chová ako interpretovaný simulátor, ktorý
vyhľadáva miesta, v ktorých simulácia strávi najviac času tzv. hot-spots. Po nájdení ta-
kýchto miest sú tieto miesta staticky skompilované. Čiže miesta, v ktorých simulácia strávila
naviac času budú vykonané rýchlejšie. Kvôli tomu, že tento simulátor najskôr vyhľadáva
tzv. hot-spots je takáto simulácia pomalšia ako simulácia so staticky skompilovaným simulá-
torom, avšak môže byť stále niekoľko násobne rýchlejšia ako u interpretovaného simulátoru.
Obe verzie komplilovaného simulátoru môžu však potrebovať viac času na vytvorenie ako
interpretovaný simulátor.
Prekladaný simulátor
Posledným typom jedno-procesorových simulátorov je prekladaný simulátor. Tento typ si-
mulátoru vylepšuje predchádzajúci kompilovaný simulátor. Taktiež má, ako kompilovaný
simulátor, dve verzie (static a just-in-time). Prekladaný simulátor je najrýchlejším typom
simulátoru, avšak pre svoje fungovanie potrebuje niektoré ďalšie informácie o cieľovej apli-
kácii. Vďaka týmto informáciám môže byť simulátor veľmi optimalizovaný.
Interpretovaný a kompilovaný simulátor môžu pracovať na dvoch úrovniach a to na úro-
vni inštrukcií a na úrovni hodinových cyklov. Počas simulácie na úrovni inštrukcií je najme-
nším krokom simulácie jedna inštrukcia. Na tejto úrovni sa môže zdať, že každá inštrukcia
je vykonaná v priebehu jedného hodinového taktu. Simulácia na tejto úrovni je výkonnostne
dobrá, ale vzdialená hardvérovej reprezentácii. Na druhej strane, počas simulácie na úrovni
hodinových cyklov je najmenším krokom jeden hodinový cyklus. Táto úroveň simulácie je
veľmi blízko hardvérovej reprezentácii. Samotná simulácia je však pomalšia. Prekladaná
simulácia môže zatiaľ pracovať iba na úrovni inštrukcií.
Ďalšou vlastnosťou interpretovanej simulácie je spracovanie udalostí tzv. event proces-
sing. Udalosti môžu byť spracované dvojakým spôsobom. Prvou možnosťou je plánovanie
udalostí dynamicky pomocou kalendára udalosti, do ktorého sú vkladané udalosti, ktoré
majú byť vykonané v daný hodinový takt. Táto činnosť sa vykonáva počas behu simulácie,
čiže simulácie je pomalšia. Druhou možnosťou je plánovanie udalostí staticky. V prvej fáze
tohoto spracovania sa analyzujú udalosti a zisťuje sa, v akom hodinovom takte majú byť
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vykonané. V druhej fáze sa potom funkcie, reprezentujúce jednotlivé udalosti, priradia k da-
ným hodinovým taktom. Takýto spôsob simulácie je veľmi rýchly. Kompilované a prekdalané
simulátory vždy používajú statické plánovanie udalostí. Na obrázku 5.1 môžeme vidieť po-
















Obrázok 5.1: Porovnanie simulátorov [23].
5.1.2 Viac-procesorová simulácia
Oba typy simulácie ako jedno-procesorová tak ja viac-procesorová využívajú trojvrstvovú
štruktúru projektu Lissom popísanú v predchádzajúcej kapitole. Na rozdiel od jedno-pro-
cesorovej simulácie, viac-procesorové, ako uz názov napovedá, používa viac simulátorov
naraz.
Prvý simulátor v konfiguračnom súbore je hlavný simulátor tzv. boss-simulátor. Viac-
procesorová simulácia poskytuje dva druhy simulácie. Prvým druhom je synchrónna simulá-
cia a druhým je asynchrónna simulácia. Pri asynchrónnej simulácii je hlavným simulátorom
obyčajný simulátor bez špecifických vlastností a úloh. V temto type simulácie sú simulá-
tory synchronizované pomocou cieľovej aplikácie a to tak, že cieľová aplikácia je zodpovedná
za čítanie a zápis do zdielaných zdrojov. Tento typ simulácie je vhodný pre systémy, kde
nie je žiadna zdielaná pamäť medzi procesormi. Na druhej strane synchrónna simulácia
je vhodná pre systémy so zdielanou pamäťou. V tomto type simulácie hlavný simulátor
generuje takty hodín a tým vykonáva funkciu synchronizačného elementu.
5.2 Ladenie
Pred začatím tejto práce poskytoval ladiaci nástroj tieto typy ladenia:
• Ladenie na úrovni inštrukcií.
• Ladenie na úrovní mikro-architektúry.
• Multiprocesorové ladenie.
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• Ladenie na fyzicky vytvorenom procesore (on chip debugging) - princípy ladenia, ktoré
sú popísané nižšie je možné použiť aj pri ladení fyzických procesorov.
5.2.1 Ladenie na úrovni inštrukcií a ladenie na úrovni mikro-architektúry
Ladenie na úrovni mikro-architektúry používa ako najmenší krok jeden hodinový takt,
zatiaľčo ladenie na úrovni inštrukcií používa celu jednu inštrukciu. Pri ladení na úrovni
mikro-architektúry môžeme vidieť, čo sa deje počas vykonávania jednej inštrukcie. Nevýho-
dou takéhoto ladenia je, že inštrukcia nie je vykonaná naraz, čiže jej výsledok bude viditeľný
až v nasledujúcich hodinových taktoch. Tento spôsob ladenia je výhodný pri potrebe opti-
malizácie cieľovej aplikácie
Pri ladení na úrovni inštrukcií je každá inštrukcia vykonaná naraz. Môže sa až zdať, že je
každá inštrukcia vykonaná v jednom hodinovom takte, pričom v skutočnosti jej vykonanie
zaberie niekoľko taktov. Táto úroveň je vhodná pre ladenie strojového jazyka ako napríklad
assembleru.
Samotné ladenie je riadené pomocou krokovania a nastavovania rôznych typov bodov
prerušenia. Ladiaci program je rozdelený do dvoch častí. Prvá časť je nezávislá na architek-
túre a pozostáva z rôznych funkcionalít ako napríklad správa bodov prerušenia. Druhá časť
je závislá na architektúre a je generovaná na základe popisu procesoru. Samotný ladiaci
nástroj je súčasťou simulátoru, ktorý je taktiež generovaný na základe popisu procesoru.
Dôležitou vlastnosťou ladiaceho nástroja je detekcia bodov prerušenia.
Ladiaci nástroj podporuje dva typy detekcie bodov prerušenia. Prvý spôsob využíva
vkladanie tzv. invalid instrucion čo sú vlastne inštrukcie, ktoré nemôžu byť akceptované
dekóderom inštrukcií. Táto inštrukcia je automaticky zistená z popisu procesoru. Funguje
to tak, že ak je bod prerušenia nastavený na danú adresu, pôvodná inštrukcia sa uloží
do ladiaceho nástroja a namiesto nej sa na danú adresu uloží spomínaná neakceptovateľná
inštrukcia. Ak sa potom vykonávanie zastaví na tejto inštrukcii, ladiaci nástroj detekuje,
že inštrukčný dekóder neakceptoval túto inštrukciu a pozrie sa, či je na tej adrese bod
prerušenia. Ak áno zapíše na adresu pôvodnú inštrukciu, zastaví vykonávanie programu
a čaká na interakciu užívateľa. Po vykonaní pôvodnej inštrukcie ju ladiaci nastroj opäť
uloží a na adresu opäť zapíše neakceptovateľnú inštrukciu.
Druhý spôsob využíva jednoduchú detekciu, kedy je adresa každej dekódovanej inštruk-
cie kontrolovaná, či na danej adrese nie je bod prerušenia. Ak sa takáto zhoda nájde,
vykonávanie programu sa zastaví a ladiaci nástroj opäť čaká na interakciu užívateľa. Toto
riešenie je podobné hardvérovým bodom prerušenia, avšak adresa bodu prerušenia nie je
uložená v registri procesoru, ale v samotnom ladiacom nástroji.
Výhodou prvého prístupu je, že nespomaľuje vykonávanie programu, ak je nastavených
iba málo bodov prerušenia. Na druhej strane, ak majú body prerušenia nastavené podmien-
ky, tieto sú vyhodnocované až po tom, ako dekóder odmietne neakceptovateľnú inštrukciu.
Potom ak nie je podmienka splnená, musí ladiaci nástroj vykonať pôvodnú inštrukciu a na-
staviť naspäť neakceptovateľnú inštrukciu. Naviac, ak má procesor plne využitý operačný
kód inštrukcií, potom nie je žiadne miesto pre neakceptovateľnú inštrukciu. Výhodou dru-
hého riešenia je, že nezasahuje do cieľovej aplikácie a naviac vyhodnocovanie podmienok je
vykonávané súčasne s dekódovaním inštrukcie.
Tento koncept zachytávania bodov prerušenia môže byť použitý pre ladenie na úrovni
strojového kódu. Pre použitie na úrovni mikro-architektúry musí byť tento koncept poz-
menený a doplnený. Oblasť v pamäti inštrukcií blízko adresy bodu prerušenia musí byť
modifikovaná. Dôvodom tejto modifikácie je, že vykonanie inštrukcie zaberá viac ako jeden
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hodinový takt.
Vo väčšine prípadov je ale želaným efektom vykonávanie jednej inštrukcie ako najme-
nšieho kroku, preto by sa mal ladiaci nástroj chovať na oboch úrovniach rovnako. V tom
prípade oblasť začína na adrese inštrukcie za adresou bodu prerušenia a veľkosť tejto oblasti
závisí na mikro-architektúre procesoru.
Pre príklad ak máme procesor, ktorý vykonáva inštrukcie v piatich fázach, oblasť má
veľkosť piatich inštrukcií. Pôvodný obsah oblasti je uložený a nahradený špeciálnou inštruk-
ciou nop. Potom, ak je zachytený bod prerušenia, rozpracované inštrukcie majú dostatok
času na dokončenie (inštrukcie na adresách pred adresov bodu prerušenia). V rámci do-
končenia týchto inštrukcií sa vykonajú aj vložené inštrukcie nop. Tieto inštrukcie nemajú
žiadny vplyv na cieľový program, čo je želané chovanie. Avšak keďže je cieľový program
je modifikovaný, ladiaci nástroj musí sledovať skokové inštrukcie. Ak sa vyskytne skoková
inštrukcia, ktorá má cieľ skoku uprostred inštrukcií nop, ladiaci nástroj to musí detekovať
a vykonať pôvodné inštrukcie.
V prípade, že majú body prerušenia podmienky, za vykonanie pôvodných inštrukcií
v prípade splnenia podmienky zodpovedá ladiaci nástroj. Ak užívateľ zakáže vkladanie
inštrukcií nop, najmenšou ladiacou jednotkou je jeden hodinový cyklus. V tomto prípade je
možné sledovať, čo sa deje v rámci vykonávania jednotlivých mikroinštrukcií.
Ladiaci nástroj taktiež podporuje dátové body prerušenia tzv. watchpoints. Tieto body
prerušenia sa nenastavujú na konkrétnu adresu alebo riadok, ale nastavujú sa na detek-
ciu zápisu alebo čítania konkrétnej hodnoty z konkrétnej časti pamäte. Navyše je možné
kontrolovať zápis a čítanie konkrétnej adresy pamäte.
Podmienky, ktoré obsahujú body prerušenia pozostávajú s výrazu, ktorý obsahuje štan-
dardné operátory a operandy. Vyhodnocovanie podmienok sa deje zakaždým, keď je zachy-
tený bod prerušenia.
5.2.2 Multiprocesorové ladenie
Ladenie pri využití viacerých simulátorov je súčasťou viac-procesorovej simulácie, ktorá
je popísaná vyššie v tejto kapitole. Pri viac-procesorovom alebo multiprocesorovom ladení
je potrebné upraviť a rozšíriť spôsob zachytávania bodov prerušenia. Ľubovoľný typ bodu
prerušenia môže byť nastavený na ľubovoľnom cieľovom programe. Ak je bod prerušenia
zachytený vykonávanie všetkých programov je zastavené. Následne v prípade synchrónnej
simulácie, krok ladenia spôsobí krok na všetkých simulátoroch. Po opätovnom spustení
simulácie, začnú opäť pracovať všetky simulátory. Pri asynchrónnej simulácii môže bod
prerušenia zastaviť všetky simulátory, avšak ak to je požadované, môže zastaviť iba jeden
simulátor.
5.3 Klient príkazového riadku
Klient príkazového riadku a ladiaci nástroj integrovaný vo vývojovom prostredí založe-
nom na prostredí Eclipse, ktorý poskytuje grafické užívateľské rozhranie, majú rovnakú
funkcionalitu. To, čo poskytuje integrovaný ladiaci nástroj pomocou rôznych okien a tlači-
diel, poskytuje aj klient príkazového riadku, avšak prostredníctvom príslušných príkazov.
Funkcionalita klienta príkazového riadku popísaná v tejto podkapitole sa preto vzťahuje
aj na integrovaný ladiaci nástroj s grafickým užívateľským rozhraním. Jediným rozdielom
medzi týmito dvoma nástrojmi je, že klient príkazového riadku poskytuje dva režimy a to
režim, v ktorom sa vykonáva preklad modelu architektúry a generovanie nástrojov pre túto
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architektúru a režim ladenia. Vo vývojovom prostredí založenom na prostredí Eclipse, režim
prekladu a generovania poskytuje vstavaný zásuvný modul a integrovaný ladiaci nástroj po-
skytuje iba režim ladenia.
V klientovi príkazového riadku sa do režimu ladenia dostaneme zadaním príkazu gdb
a opustiť ho môžeme zadaním príkazu exit. Ladiaci režim podporuje veľký počet príkazov,
medzi ktoré patrí napríklad výber simulátoru (simulator), riadenie behu simulácie (run,
continue, step), zobrazovanie informácií o registroch (info registers alebo bodoch preruše-
nia info breakpoints) a nastavovanie bodov prerušenia (break). Ďalšou funkcionalitou, ktorú
obsahuje klient príkazového riadku je prepínanie úrovne ladenia. Na ladenie na úroveni stro-
jového kódu sa prepneme pomocou príkazu level a. Na ladenie na úrovni mikro-architektúry
zase príkazom level m. Je tiež možné úroveň ladenia iba zobraziť a to príkazom level.
Klient príkazového riadku umožňuje tiež, na rozdiel od ladiaceho nástroja integrova-
ného vo vývojovom prostredí, zadať ako parameter skript, ktorý obsahuje príkazy pre lade-
nie. Zdrojový súbor skriptu sa uvádza za prepínač -f a má príponu .lsh. Pomocou takýchto
skriptov je možné rýchlejším spôsobom testovať správnosť fungovania ladiaceho nástroja.
Testovanie v tomto prípade prebieha tak, že výpisy poskytnuté ladiacim nástrojom počas
vykonávania skriptu porovnáme s referenčnými výpismi. Pri ich zhode budeme vedieť, že
ladiaci nástroj funguje správne.























V rámci projektu Lissom bola vytvorená knižnica dwarfapil, ktorá je prispôsobená potrebám
projektu Lissom a je schopná jednoduchej rozšíriteľnosti pre plné využitie formátu DWARF.
Knižnica spracováva formát DWARF a poskytuje rozhranie pre prístup k spracovaným
ladiacim informáciám.
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Na načítavanie objektových súborov a ich spracovanie používa knižnica dwarfapil kniž-
nicu libdwarf. Popis tejto knižnice môžete nájsť tu 3.7. Ak knižnica dostane na vstupe sú-
bor formátu ELF, použije knižnica libdwarf na načítanie tohoto súbory knižnicu libelf [5].
Z objektových súborov sa získajú sekcie s ladiacimi informáciami, ktoré následne spraco-
váva knižnica dwarfapil a spracováva ich do podoby, ktorá je lepšie prispôsobená potrebám
projektu Lissom.
Štruktúra uložených ladiacich informácií je rozdelená do niekoľkých tried. Hlavnou trie-
dou je trieda LibDwarfApi, ktorá zapúzdruje všetky ostatné triedy. Každá čast ladiacej
informácie je odvodená od triedy DwarfApiBaseElement. Hierarchia tried v celej knižnici
je znázornená na obrázku 5.2. Každý element obsahuje informácie o svojom nadradenom
elemente a o zdrojovom súbore do ktorého patrí.
CU
Každá trieda má prefix:  DwarfApi
BaseElement
Function Type Line Var
ArrayType FunctionType EnumType ModifierType StructType TypedefType
ConstType PointerType RestrictType VolatileType
Obrázok 5.2: Hierarchia tried v knižnici dwarfapil.
Každá s týchto tried popisuje inú triedu informácii. V týchto triedach môžeme nájsť
nasledujúci typ informácií:
• DwarAPIBaseElement – základná trieda pre všetky objekty používané knižnicou dwar-
fapil.
• DwarAPICU – trieda popisuje objekty, ktoré reprezentujú kompilačné jednotky.
• DwarAPIFunction – trieda popisuje objekty, ktoré reprezentujú funkcie.
• DwarAPIType – základná trieda pre popis typov, ostatné sú odvodené od tejto triedy.
• DwarAPILine – trieda popisuje objekty, ktoré reprezentujú riadky.
• DwarAPIVar – trieda popisuje objekty, ktoré reprezentujú premenné.
• DwarAPIArrayType – trieda popisuje objekty, ktoré reprezentujú dátový typ pole.
• DwarAPIFunctionType – trieda popisuje objekty, ktoré reprezentujú dátový typ fun-
kcia.
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• DwarAPIEnumType – trieda popisuje objekty, ktoré reprezentujú dátový typ enum
(vymenovanie).
• DwarAPIModifierType – základná trieda pre popis modifikátorov typu.
• DwarAPIStructType – trieda popisuje objekty, ktoré reprezentujú dátový typ štruk-
túra.
• DwarAPITypedefType – trieda popisuje objekty, ktoré reprezentujú užívateľsky defi-
novaný dátový typ
• DwarAPIConstType – trieda popisuje objekty, ktoré reprezentujú modifikátor dátového
typu vyjadrený kľúčovým slovom const.
• DwarAPIPointerType – trieda popisuje objekty, ktoré reprezentujú modifikátor dáto-
vého typu vyjadrený kľúčovým slovom pointer.
• DwarAPIRestrictType – trieda popisuje objekty, ktoré reprezentujú modifikátor dá-
tového typu vyjadrený kľúčovým slovom restrict.
• DwarAPIVolatileType – trieda popisuje objekty, ktoré reprezentujú modifikátor dá-
tového typu vyjadrený kľúčovým slovom volatile.
Pre potreby lepšieho prístupu k informáciám, ktoré sú reprezentované objektami rov-
nakej triedy, sú vytvorené tzv. kontajnerové triedy. Objekty týchto kontajnerových tried
predstavujú v podstate vektor objektov rovnakej triedy. Tieto kontajnerové triedy posky-
tujú metódy na prístup ku všetkým objektom jednotlivých tried naraz. Obrázok 5.3 zob-
razuje použitie týchto kontajnerových tried. Základnou kontajnerovou triedou je trieda












Obrázok 5.3: Použitie kontajnerových tried v knižnici dwarfapil.
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Kapitola 6
Návrh ladiaceho nástroja na úrovni
zdrojového kódu




na úrovni zdrojového kódu




Ladiaci nástroj vytvorený v tejto práci sa vyznačuje tým, že dokáže pracovať jednotným
spôsobom na rôznych architektúrach. Preto je aj testovanie ladiaceho nástroja zamerané
na otestovanie jeho chovania na rôznych architektúrach. Ďalšou významnou vlastnosťou
ladiaceho nástroja by malo byť rýchle vykonávanie ladenia pričom by nemal významne
zaťažovať beh simulácie ani pri vyššom množstve spracovávaných ladiacich informácii. Sle-
dovanou veličinou v týchto testoch je preto rýchlosť vykonávania simulácie pri rôznych
množstvách spracovávaných a vypisovaných ladiacich informácii.
Testovanie ladiaceho nástroja prebiehalo na 2 rôznych architektúrach a to na architek-
túre MIPS a Codix. Na týchto dvoch architektúrach boli všetky vlastnosti a funkcionality
ladiaceho nástroja, zmienené v predošlých kapitolách, úspešne otestované a na oboch archi-
tektúrach sa ladiaci nástroj choval rovnakým spôsobom. Testovanie je zamerané na overenie
časovej náročnosti ladenia programov, čo nám umožňuje otestovať zároveň správnu funkč-
nosť ladiaceho nástroja a taktiež, aký dopad má množstvo spracovávaných a vypisovaných
ladiacich informácii na beh simulácie.
Všetky testy prebiehali vo forme skriptov, viď kapitola 5.3, ktoré sa dodávali ako pa-
rametre spustenia ladiaceho nástroja v príkazovom riadku. Testovanie prebiehalo na no-
tebooku s 32-bitovým operačným systémom postaveným na linuxovom základe (Ubuntu
13.04), CPU Intel Core 2 Duo T5250 1.50GHz, RAM 2xDDR2 2048MB. Na vytvorenie
ladiaceho nástroja a simulátora na úrovni inštrukcií bol použitý prekladač gcc vo verzii
4.7.3 s využitím optimalizácie -O3. Pri všetkých testoch na každej architektúre sa používa
ten istý zdrojový súbor, ktorý je zobrazený v prílohe B. Testovanie prebiehalo pre všetky
typy testov osemkrát a na záver bola spočítaná priemerná hodnota pre každý typ testu.
Jednotlivými typy testov sú:
1. Testovanie bez prítomnosti ladiacich informácii.
2. Testovanie s prítomnosťou ladiacich informácii ale bez nastavovania a zachytávania
bodov prerušenia.
3. Testovanie s prítomnosťou ladiacich informácii a s nastavením 3 bodov prerušenia
pričom boli v priebehu ladenia zachytené iba jedenkrát.
4. Testovanie s prítomnosťou ladiacich informácii, s nastavovaním sa zachytávaním bo-
dov prerušenia a s použitím ďalších príkazov na zobrazenie dodatočných ladiacich
informácii.
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Testovanie ladiaceho nástroja na architektúre MIPS
MIPS (Microprocessor without Interlocked Pipeline Stages) [22] je 32-bitová RISC (Reduced
instruction set computing) architektúra, vytvorená spoločnosťou MIPS Technologies.
Výsledky jednotlivých testov na architektúre MIPS sú zobrazené v tabuľke 8.1.
[s] 1 2 3 4 5 6 7 8 Priemer
Typ 1 0,673 0,668 0,670 0,675 0,675 0,666 0,670 0,673 0,671
Typ 2 0,679 0,681 0,679 0,676 0,680 0,673 0,684 0,679 0,679
Typ 3 0,814 0,812 0,817 0,819 0,828 0,818 0,794 0,821 0,815
Typ 4 0,978 1,000 0,959 0,967 0,964 1,020 0,978 0,935 0,975
Tabuľka 8.1: Čas vykonávania jednotlivých typov ladenia na architektúre MIPS v sekun-
dách.
Testovanie ladiaceho nástroja na architektúre Codix
Codix1 je 32-bitová architektúra pre FPGA a tiež ASIC dizajn. Základná inštrukčná sada
tejto architektúry obsahuje niekoľko unikátnych vlastností. Vďaka týmto vlastnostiam, je
možné udržať vysoký výkon pri zachovaní oblasti tak malej ako je to možné.
Výsledky jednotlivých testov na architektúre Codix sú zobrazené v tabuľke 8.2.
[s] 1 2 3 4 5 6 7 8 Priemer
Typ 1 0,673 0,672 0,673 0,674 0,673 0,670 0,680 0,673 0,674
Typ 2 0,680 0,679 0,679 0,681 0,683 0,679 0,687 0,681 0,681
Typ 3 0,824 0,821 0,818 0,814 0,814 0,825 0,818 0,810 0,818
Typ 4 0,987 0,992 0,965 0,973 0,960 1,010 0,988 0,937 0,977
Tabuľka 8.2: Čas vykonávania jednotlivých typov ladenia na architektúre Codix v sekun-
dách.
8.1 Zhodnotenie testovania ladiaceho nástroja
Z výsledkov testov je vidieť, že pri štvrtom type testov, kedy sa pri ladení využíva väčšie
množstvo bodov prerušenia a tiež sa zobrazujú viaceré dodatočné ladiace informácie, sa ča-
sová náročnosť ladenia zvýšila u oboch architektúr približne o 45% oproti prvému typu
testov, pri ktorých sa ladiace informácie pri simulácii nevyužívajú. Ak sa však pri ladení
využíva iba menšie množstvo bodov prerušenia a nezískavajú sa rôzne dodatočné ladiace
informácie, časová náročnosť simulácie sa zvýši približne o 20%. Taktiež je vidieť, že pri
oboch architektúrach sú časy testov približne rovnaké, čo indikuje jednotnú prácu ladiaceho
nástroja naprieč architektúrami, čo bolo tiež zámerom tejto práce. Všetky tieto skutočnosti
prehľadne zobrazuje obrázok grafu 8.1.






































Cieľom tejto práce bolo navrhnutie a následná implementácia rekonfigurovateľného ladia-
ceho nástroja na úrovni zdrojového kódu, ktorý je súčasťou nástrojov, ktoré sa využívajú
v projekte Lissom, v rámci ktorého práca vznikla. Práca poskytuje stručný prehľad o fungo-
vaní ladiacich nástrojov, princípoch ladenia a existujúcich formátoch ladiacich informácii.
Podrobne popísaný formát ladiacich informácií DWARF poskytuje veľké množstvo ladia-
cich informácii potrebných pre správne fungovanie ladiaceho nástroja. Tieto informácie sú
potrebné v každej časti ladiaceho nástroja a preto tento formát tvorí neoddeliteľnú súčasť
ladiaceho procesu. V rámci práce bol navrhnutý a následne aj implementovaný ladiaci ná-
stroj, ktorý poskytuje jednotné rozhranie pre ladenie naprieč rôznymi architektúrami. Medzi
jeho základné funkcie patrí vizualizácia aktuálnej pozície v kóde, získavanie a nastavovanie
hodnôt premenných jednoduchých ale aj zložitejších dátových typov, vytváranie hierarchie
volania funkcií a tiež vizualizácia stavu zásobníka.
Vývoj rekonfigurovateľného ladiaceho nástroja bude pokračovať aj po ukončení tejto
diplomovej práce. Hlavným cieľom bude odstránenie používania špeciálneho registra pri
vytváraní hierarchie volania funkcií a čo najrýchlejší prechod k využívaniu ladiacich infor-
mácií uložených v časti Call Frame Information formátu DWARF. V ďalšom vývoji bude
potrebné doplniť podporu ladenia ďalších zložitejších dátových štruktúr a tiež podporu la-
denia pre kombinácie týchto zložitejších dátových štruktúr. Taktiež sa testovaním ladiaceho
nástroja na ďalších typoch architektúr bude postupne rozširovať jeho použiteľnosť.
Vďaka neustálemu rozvoju a rozširovaniu počítačovej techniky vzniká aj požiadavka
na rýchlejší vývoj nových architektúr procesorov. Vďaka projektom akým je aj projekt
Lissom a nástrojom, ktoré sú jeho súčasťou je možné tento vývoj významne urýchliť a to
odbúravaním nutnosti výroby fyzického produktu a taktiež umožnením rýchleho otestova-
nia a odladenia prípadných chýb v návrhu danej architektúry. Keďže je možné takýmto
spôsobom ušetriť značné množstvo zdrojov a keďže rekonfigurovateľný ladiaci nástroj plní
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bin zložka obsahujúca spustiteľné súbory potrebné k správnej
funkcionalite ladiaceho nástroja
codix zložka obsahujúca súbory potrebné k testovaniu aplikácie
bitcnt na architektúre codix
doc zložka obsahujúca dokumentáciu diplomovej práce
mips zložka obsahujúca súbory potrebné k testovaniu aplikácie
bitcnt na architektúre mips
project zložka obsahujúca vygenerované simulátory pre obe architektúry
src zložka obsahujúca zdrojové súbory, ktoré boli vytvorené
alebo upravované pre zaistenie funkcionality ladiaceho nástroja
README.txt súbor obsahuje postup spustenia ladiaceho nástroja na oboch
architektúrach, ukážkový postup ladenia s vysvetlivkami
a zoznam toho, čo všetko sa nachádza na CD.
startupcmdline.sh skript spúšťajúci príkazový riadok, v ktorom sa inštaluje
simulátor a vykonáva ladenie.





Tento zdrojový súbor je použitý ako referenčný zdrojový súbor pri zobrazovaní ukážok
funkcionality ladiaceho nástroja a taktiež bol použitý pri testovaní.
//must return 128 (count = 4096)
/* +++ Date last modified: 05-Jul -1997 */
/*




static unsigned long data_tab[DATA_TAB_SIZE] =
{
0x00000000 , 0x77073096 , 0xee0e612c , 0x990951ba , 0x076dc419 , 0x706af48f ,
0xe963a535 , 0x9e6495a3 , 0x0edb8832 , 0x79dcb8a4 , 0xe0d5e91e , 0x97d2d988 ,
0x09b64c2b , 0x7eb17cbd , 0xe7b82d07 , 0x90bf1d91 , 0x1db71064 , 0x6ab020f2 ,
0xf3b97148 , 0x84be41de , 0x1adad47d , 0x6ddde4eb , 0xf4d4b551 , 0x83d385c7 ,
0x136c9856 , 0x646ba8c0 , 0xfd62f97a , 0x8a65c9ec , 0x14015c4f , 0x63066cd9 ,
0xfa0f3d63 , 0x8d080df5 , 0x3b6e20c8 , 0x4c69105e , 0xd56041e4 , 0xa2677172 ,
0x3c03e4d1 , 0x4b04d447 , 0xd20d85fd , 0xa50ab56b , 0x35b5a8fa , 0x42b2986c ,
0xdbbbc9d6 , 0xacbcf940 , 0x32d86ce3 , 0x45df5c75 , 0xdcd60dcf , 0xabd13d59 ,
0x26d930ac , 0x51de003a , 0xc8d75180 , 0xbfd06116 , 0x21b4f4b5 , 0x56b3c423 ,
0xcfba9599 , 0xb8bda50f , 0x2802b89e , 0x5f058808 , 0xc60cd9b2 , 0xb10be924 ,
0x2f6f7c87 , 0x58684c11 , 0xc1611dab , 0xb6662d3d , 0x76dc4190 , 0x01db7106 ,
0x98d220bc , 0xefd5102a , 0x71b18589 , 0x06b6b51f , 0x9fbfe4a5 , 0xe8b8d433 ,
0x7807c9a2 , 0x0f00f934 , 0x9609a88e , 0xe10e9818 , 0x7f6a0dbb , 0x086d3d2d ,
0x91646c97 , 0xe6635c01 , 0x6b6b51f4 , 0x1c6c6162 , 0x856530d8 , 0xf262004e ,
0x6c0695ed , 0x1b01a57b , 0x8208f4c1 , 0xf50fc457 , 0x65b0d9c6 , 0x12b7e950 ,
0x8bbeb8ea , 0xfcb9887c , 0x62dd1ddf , 0x15da2d49 , 0x8cd37cf3 , 0xfbd44c65 ,
0x4db26158 , 0x3ab551ce , 0xa3bc0074 , 0xd4bb30e2 , 0x4adfa541 , 0x3dd895d7 ,
0xa4d1c46d , 0xd3d6f4fb , 0x4369e96a , 0x346ed9fc , 0xad678846 , 0xda60b8d0 ,
0x44042d73 , 0x33031de5 , 0xaa0a4c5f , 0xdd0d7cc9 , 0x5005713c , 0x270241aa ,
0xbe0b1010 , 0xc90c2086 , 0x5768b525 , 0x206f85b3 , 0xb966d409 , 0xce61e49f ,
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0x5edef90e , 0x29d9c998 , 0xb0d09822 , 0xc7d7a8b4 , 0x59b33d17 , 0x2eb40d81 ,
0xb7bd5c3b , 0xc0ba6cad , 0xedb88320 , 0x9abfb3b6 , 0x03b6e20c , 0x74b1d29a ,
0xead54739 , 0x9dd277af , 0x04db2615 , 0x73dc1683 , 0xe3630b12 , 0x94643b84 ,
0x0d6d6a3e , 0x7a6a5aa8 , 0xe40ecf0b , 0x9309ff9d , 0x0a00ae27 , 0x7d079eb1 ,
0xf00f9344 , 0x8708a3d2 , 0x1e01f268 , 0x6906c2fe , 0xf762575d , 0x806567cb ,
0x196c3671 , 0x6e6b06e7 , 0xfed41b76 , 0x89d32be0 , 0x10da7a5a , 0x67dd4acc ,
0xf9b9df6f , 0x8ebeeff9 , 0x17b7be43 , 0x60b08ed5 , 0xd6d6a3e8 , 0xa1d1937e ,
0x38d8c2c4 , 0x4fdff252 , 0xd1bb67f1 , 0xa6bc5767 , 0x3fb506dd , 0x48b2364b ,
0xd80d2bda , 0xaf0a1b4c , 0x36034af6 , 0x41047a60 , 0xdf60efc3 , 0xa867df55 ,
0x316e8eef , 0x4669be79 , 0xcb61b38c , 0xbc66831a , 0x256fd2a0 , 0x5268e236 ,
0xcc0c7795 , 0xbb0b4703 , 0x220216b9 , 0x5505262f , 0xc5ba3bbe , 0xb2bd0b28 ,
0x2bb45a92 , 0x5cb36a04 , 0xc2d7ffa7 , 0xb5d0cf31 , 0x2cd99e8b , 0x5bdeae1d ,
0x9b64c2b0 , 0xec63f226 , 0x756aa39c , 0x026d930a , 0x9c0906a9 , 0xeb0e363f ,
0x72076785 , 0x05005713 , 0x95bf4a82 , 0xe2b87a14 , 0x7bb12bae , 0x0cb61b38 ,
0x92d28e9b , 0xe5d5be0d , 0x7cdcefb7 , 0x0bdbdf21 , 0x86d3d2d4 , 0xf1d4e242 ,
0x68ddb3f8 , 0x1fda836e , 0x81be16cd , 0xf6b9265b , 0x6fb077e1 , 0x18b74777 ,
0x88085ae6 , 0xff0f6a70 , 0x66063bca , 0x11010b5c , 0x8f659eff , 0xf862ae69 ,
0x616bffd3 , 0x166ccf45 , 0xa00ae278 , 0xd70dd2ee , 0x4e048354 , 0x3903b3c2 ,
0xa7672661 , 0xd06016f7 , 0x4969474d , 0x3e6e77db , 0xaed16a4a , 0xd9d65adc ,
0x40df0b66 , 0x37d83bf0 , 0xa9bcae53 , 0xdebb9ec5 , 0x47b2cf7f , 0x30b5ffe9 ,
0xbdbdf21c , 0xcabac28a , 0x53b39330 , 0x24b4a3a6 , 0xbad03605 , 0xcdd70693 ,
0x54de5729 , 0x23d967bf , 0xb3667a2e , 0xc4614ab8 , 0x5d681b02 , 0x2a6f2b94 ,
0xb40bbe37 , 0xc30c8ea1 , 0x5a05df1b , 0x2d02ef8d
};
unsigned int funkcia(unsigned int a)
{
a = a + 5;
if(a < 25)
{
a = a + funkcia(a);
a = a - 1;






long n = 0;
int a = 0;
/*
** The loop will execute once for each bit of x set , this is in average














unsigned int *p = &a;
for (i = 0; i < BENCHMARK_RUNS; i++)
{
count = 0;
for (j = 0; j < DATA_TAB_SIZE; j++)
{
count += bit_count(data_tab[j]);
a = a + 1;
}
}
return count >> 5; // result is 128 (count = 4096)
}
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