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Course Description 
In this course, you will learn about more about one particular way to address some of the challenges and issues 
associated with successful software development. Specifically, you will learn and use the Personal Software 
Process (PSP), designed to help individual software practitioners become more adept at their craft through the use of 
project planning, project tracking, defect analysis, review and verification activities, software measurement, and 
process management. This course-and the PSP-are somewhat unique in that they aim to help software engineers 
become more successful, not by examining issues associated with large-scale development (as is the case with many 
software engineering courses), but by scaling down the software project efforts. These small projects are designed 
to provide participants with an opportunity to examine their own practices, strengths, and weaknesses at a minute 
level of detail. The findings from this analysis are meant to provide a foundation from which one can better succeed 
once participating with a team of practitioners striving to build a large-scale software system on-time and within 
budget. 
Course Goals, Textbook, and Other Prerequisites 
The course textbook is A Discipline for Software Engineering, by Watts S. Humphrey, published by Addison­
Wesley, 1995. This is a required textbook for this course. 
Prerequisites: CEG 460 or equivalent Moreover, this class has weekly programming assignments, so students 
should be skilled in at least one high-order programming language, being able to write, compile and run programs in 
this language without any outside help. 
In this course, students will be writing several computer programs. They will be expected to write detailed plans 
and estimates prior to writing this software, and track their time during the effort, so that actual work data can be 
compared with initial planning estimates. This planning and analysis are the mainstays of the course; they will be 
used so that students can evaluate and improve their own software engineering capabilities. By learning to hone 
these skills in an academic setting, students can theoretically decrease the amount of trial-and-error discovery 
occurring in the workplace, when such lessons are much more costly to learn. 
Instructor Contact Info 
John Reisner 

Office Hours by Appointment 

Work Phone: 255-3636 x7422 (Wright-Patterson AFB) 

email: john.reisner@wright.edu (if you want a timely response, please CC: john.reisner@afit.edu) 

-7 or use WebCT email tool 
The instructor is an adjunct faculty member. Most contact will be done via WebCT, or in after-class discussions. 
Other meetings can be arranged. 
If, at any time, you are having trouble accessing course materials via W ebCT, please send me an email immediately. 
The sooner I am aware of a problem, the sooner I can fix it. Because I have the instructor's view of WebCT, 
I sometimes mistakenly believe materials have been posted when in fact students cannot access them. Your support 
in this matter is greatly appreciated. 
Learning Outcomes 
By the conclusion of this course, students should be able to 
• Explain the Personal Software Process (PSP) 
• Describe the goals of the PSP 
• Explain why the PSP can lead to improved quality and better schedule estimation 
• Use aspects of the PSP to quantitatively evaluate software quality 
• Use the PSP to build software and establish personal baseline metrics 
• Plan software development activities in a consistent manner 
• Build software according to their documented plans 
• Become more motivated to strive toward producing high-quality software products 
• Become more proficient in making more accurate personal estimates 
Course Format 
This course will be taught in a collaborative manner-meaning that, during class time, much material will be 
discussed among the class, rather than presented in a strict lecture format. Students will be expected to have done 
any readings, research, or homework assigned prior to the lecture, so that they will be able to contribute to the 
discussion in an informed, intelligent, and constructive manner. NO LAPTOPS IN CLASS DURING LECTURE 
TIME. Additionally, WebCT will be used to disseminate related reading materials, and WebCT's discussion board 
will be used as a way to report progress, and to promote out-of-class discussions to relevant topics. 
Course Grading 
As previously mentioned, this course has weekly programming assignments. These assignments are worth 50% of 
the grade; but the quality of the software itself only accounts a small fraction of this grade. The weekly planning 
and documentation-along with the associated metric collection-are the primary means of assessing these 
assignments. 
The two exams make up 40% of the course grade. The final exam will be cumulative. 
The overall quality of the final program, which will be demo'd in class, makes up the last 10% of the grade. 
Final course grades will be assigned in an equitable manner, using the instructor's discretion after all grades have been 
calculated and analyzed. More information will be provided in class. 
Grading Assignments 
Homework (programs) for this class will be ordinarily evaluated on a three-tier scale: Satisfactory, Unsatisfactory, or 
Exemplary. Ifyour submission is Satisfactory, then your grade will be a 90. Don't think of a 90 as "losing 10 points;" 
think of it as getting ample credit for satisfactory work. When assignments are exceptionally well prepared, reflecting 
much insight, understanding and effort, that work is graded higher. 
Ifsubmitted work indicates either a lack of understanding ofbasic concepts, or an apparent apathetic carelessness, then 
it will be graded as Unsatisfactory, and a numeric grade will be assigned accordingly. IfI think the problem lies with 
misunderstanding the basic ideas, then I will usually provide some personal feedback, with the aim of helping you 
understand the material better. 
In short, work that is "more than satisfactory" will be graded above 90, while the truly superior works may receive 100 
points. Again, don't ask me what was "wrong" if your grade is a 90. A 90 means you completed the assignment in a 
satisfactory manner. 
I also reserve the right to deduct points for late assignments, depending upon how late the work was turned in, how 
much advanced notice I was given about when I could expect the work, and any extenuating circumstances tl1'!t may 
have applied. 
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