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The primary objective of the research in this thesis is to develop an Internet-enabled 
computer-aided fixture design system. This system is implemented in a new 
environment that utilizes Case-Based Reasoning (CBR) paradigm, an approach derived 
from instance based previous solutions of similar problems. 
 
The main issues for the system are case representation and process control issue that 
includes case indexing and retrieval, case adaptation, and case storing. Case 
representation for fixture design is composed of three parts: part representation, fixture 
representation and setup representation. They are described in XML (eXtensible 
Markup Language) using Unified Modeling Language (UML) notation. A feature-
based similarity measure is adopted for case indexing and case retrieval in this system. 
There are two major perspectives in a part considered in the similarity: geometric 
shape and material. In addition, a filter method is introduced to reduce the retrieval 
time based on the size and shape of parts when the size of Case Base is large. A 
derivational replay method is mainly adopted to adapt a retrieved case. This adaptation 
process is fully integrated with the CAD system; it can interact with solid models on 
the Java3D canvas. This process involves with five modules: workpiece adaptation, 
base-plate adaptation, locator adaptation, support adaptation and clamp adaptation. It 





This is one of the first Internet-enabled design systems that are implemented using 
distributed case-based reasoning methodology. A distributed CBR engine is developed 
as client-server model and it is implemented to integrate with existing internet-enabled 
fixture design system using Java3D technology and Java programming language so 
that the system can run on any platform that supports Java. The system has been tested 
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Chapter 1 Introduction 
 
 
In modern manufacturing, concurrent engineering and computer integrated 
manufacturing (CIM) are becoming accepted as essential management techniques for 
minimizing lead time [Nee, et. al. 1995]. Computer-aided process planning (CAPP) 
used within the framework of concurrent engineering is the interface between design 
and manufacture. Fixture design is an essential part of process planning. CIM is not 
possible without CAPP and no CAPP system is complete without a computer aided 
fixture design module.  
 
This thesis reports the development of a computer aided fixture design system in a 
mechanical engineering domain. In this chapter, section 1.1 introduces what the fixture 
is, fixture design approaches and problems current fixture design is facing. Section 1.2 
presents Case-based Reasoning (CBR) approach and why it is utilized in fixture design 
domain.  Section 1.3 discusses the reasons why manufacturing systems are applied via 
Internet. The first three sections provide background and motivation of this thesis. 
Section 1.4 establishes the objectives and scopes of this research, and Section 1.5 gives 





Chapter 1 Introduction 
1.1 Fixture 
Fixtures are devices which are designed to repeatedly and consistently maintain the 
orientation of a workpiece during machining, assembling, welding, inspection, etc. 
[Nee et al. 1995]. They are an essential part of manufacturing production. As part of 
manufacturing tooling, fixture design makes significant contributions to the production 
time and cost in daily production.  
 
Flexible fixtures play important roles in modern flexible manufacturing systems (FMS) 
as well as computer-integrated manufacturing system (CIMS). In order to achieve an 
integrated manufacturing system, standardization and flexibility in fixture design are 
important. Modular fixtures just meet these requirements. Modular fixtures are 
designed as a series of prefabricated standard components and units with relatively 
tight geometric tolerances that can be assembled rapidly into a variety of design 
configurations to hold parts with different geometry and fixturing requirement. 
 
Fixture design is a highly complex process because it must consider the workpiece, the 
cutting tools, the machining environment and the components that are interacted with 
each other. Besides these aspects mentioned above, Senthil Kumar et. al. [1995] 
illustrated all factors considered in fixture design that are categorized into three basic 
constraints, including technical, economical and resource availability.  
 
Fixture design is also experience-based. Designers prefer to use previous designs 
because they save time and effort and because the concepts have proven effective in 
previous situations. In the design of fixture, based on all the information pertinent to 
the product as given by the engineering specification and the process sheet, a tool 
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designer configures a fixture setup appropriate to the workpiece depending on his/her 
experience of fixturing a similar product [Nnaji et al. 1990a]. Meanwhile, the selection 
of surfaces on the workpiece and fixture elements for locating and clamping during 
machining is flexible and largely relies on the prior experience of the designer. 
 
According to statistics, in the manufacturing industry more than 70% of fixture designs 
are generated by modifying existing designs that are similar [Rong and Zhu, 1999]. 
This also makes necessary a computerized tool for fixture design that stores previous 
design experiences and retrieve them when needed. 
 
With the application of Artificial Intelligence (AI) technology in fixture design, some 
research work has been attempted to capture design knowledge from design experience 
in a rule-based expert system [Senthil Kumar, et. al. 1992] [Nnaji, et. al. 1990b] 
[Caillaud, et. al. 1995] [Pham, et. al. 1990]. However, most of the systems are only 
able to handle prismatic workpieces with relatively simple prismatic features because 
the knowledge and experience in fixture design is too complex to be expressed using 
simple rules.  
 
In addition, in today's product development context, the design of products is sub-
contracted out to other firms. This creates a scenario where the designers and 
manufacturing engineers may be globally dispersed. Therefore, to realize a 
collaborative functional fixture design system, care must be taken such that the design 




Chapter 1 Introduction 
For these reasons, a case-based reasoning (CBR) approach which organizes previous 
experiences as cases to reason is attempted in this work. Except CBR approach, a new 
paradigm in Computer Integrated Manufacturing (CIM), namely Internet-based 
Manufacturing, is also adopted in this work. The objective of this research is to 
propose a system where a strategy extending case-based reasoning to the Internet, 
distributed case-based reasoning, is applied in the fixture design domain.  
 
 
1.2 Case-based Reasoning  
CBR is a general problem solving method which uses past experiences to solve novel 
problems [Kolodner, 1993]. The past experiences are stored in memory as cases, which 
are packets of information about the experiences. A case may contain information 
about a problem encountered in the past and a complete and successful solution to the 
problem. Given the new problem to be solved, the case-based method retrieves the 
solution to a similar problem encountered in the past, adapts the previous solutions to 
the current problem, and stores the new problem-solution packet as another case in the 
memory.  
 
CBR is a more useful method than the use of an expert system to simulate human 
thought because proposing a similar case and applying a few modifications seems to be 
self-explanatory and more intuitive to many humans. In addition, a case-based 
reasoning system is generally more flexible than the traditional rule-based expert 
system for problem solving, because: 
• Knowledge acquisition is simplified by recording a number of problems and 
their solutions instead of building generalized rules; 
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• by acquiring new cases, it can learn from experience and thus increase its 
efficiency and its problem-solving capabilities over time; 
• It can suggest solutions in domains where knowledge is incomplete and open-
ended so that it is difficult to generate rules to cover the domain. 
As mentioned in last section, fixture design is a complex process and based on past 
experiences, and its domain knowledge is incomplete and difficult to generalize. These 
features make case-based reasoning approach naturally suitable to the domain of 




1.3 Internet-enabled Manufacturing Environment 
In today's manufacturing environment, more and more businesses are exploring the use 
of the internet/intranet and web technologies to support distributed manufacturing 
facilities around the world. Implementing distributed manufacturing systems would 
offer rapid manufacturing capacity. An Internet-enable manufacturing system not only 
saves costs and time, but also creates a seamless collaborative manufacturing 
environment to resolve problems with heterogeneous manufacturing software products.  
 
Another goal of developing an Internet-based manufacturing and design environment 
is that it has the capacity to share information, knowledge base, design tools and 
existing design solutions to authorized users. A user could share his/her designs to 
other users by storing the designs into database. Users around the world could share 
their designs to other users by storing the designs into database from which they can be 
retrieved when needed. 
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Therefore, in this research an attempt will be made to develop a fixture design system 
based on Internet. This makes the fixture design system possible to interoperate with 
other Internet-based manufacturing systems, such as computer-aided process planning 
(CAPP) and computer-aided numerical control systems. This also makes available the 
database storing fixture design experiences that users around the world could access.  
 
 
1.4 Organization of the Thesis 
This chapter has discussed the underlying motivation of this research and presented 
approaches adopted by this thesis. The rest of this thesis is organized as follows.  
 
Chapter 2 provides the principle of fixture design, gives an overview of case-based 
reasoning, including CBR cycle and main tasks of CBR, presents research issues in 
developing case-based design applications, and introduces distributed CBR and the 
classification of its applications. Chapter 2 also discusses related research work on 
mechanical engineering domain including fixture design and proposes the objective 
and scopes of this research. 
 
In Chapter 3, a traditional three-tire client-server model is introduced, a distributed 
CBR engine is presented and system architecture for integrating distributed CBR and 
an Internet-enabled fixture design system is proposed.  
 
In Chapter 4, the knowledge in the domain of fixture design is represented using XML 
and the XML schema is expressed in UML notations. The structure of Case Base in 
this system is also presented in this chapter.  
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Chapter 5 presents an overview of design process using CBR. It discusses the fixture 
design process of this system in detail, which includes case indexing, case retrieval, 
case adaptation and case storage aspects.  
 
Chapter 6 chapter shows the developed fixture design system with relevant Graphical 
User Interface (GUI) design. 
 
Chapter 7 concludes this thesis by research contributions. It also discusses the potential 
of future work, both in terms of how the current fixture design system could be 





Chapter 2 Research Background and Literature Review 
 
 
This chapter not only introduces the fundamentals of fixture design, but also provides 
an overview of the field of case-based reasoning in order to justify its use in this 
application. Section 2.1 briefly presents the domain knowledge for fixture design. 
Section 2.2 introduces definition of CBR, how it works and its tasks classification. 
Section 2.3 presents CBR application in design, and discusses research issues in case-
based design (CBD) applications, which primarily include case representation, case 
indexing and case retrieval, and case adaptation. Section 2.4 presents distributed CBR 
and the classification of its applications. Section 2.5 discusses related research works 
using CBR in mechanical domain including fixture design. Section 2.6 discusses why a 
distributed case-based reasoning approach is adopted in this research. Section 2.7 
establishes the objectives and scopes of this research. 
 
 
2.1 Fixture Design Fundamentals  
2.1.1 Fixture Design Principle 
Fixture design is a complex process in which the workpiece, the cutting tool, the 
machining environment and the fixture components interact with each other. The basic 
requirement of a fixture is to locate and secure the workpiece in right position and 
orientation, to assure repeatability, and to remain the workpiece in equilibrium. The 
 8 
 
Chapter 2. Research Background and Literature Review   
workpiece has an unconstrained spatial motion of twelve degrees of freedom (DOF) in 
3D space.  These movements are along the positive and negative directions of the x, y, 
and z-axes, as well as clockwise and counterclockwise rotations about the three axes 

















Figure 2.1 Twelve degrees of freedom 
 
 
The primary components for a typical fixture are locators, supports and clamps. 
Locators restrict movement of the workpiece in static equilibrium. Clamps provide a 
holding force on the workpiece against the locators by preventing motion. Supports 
prevent workpiece deflection under the action of imposed cutting forces or clamping 
forces.  
 
There are four general requirements of a fixture: [Hargrove and Kusiak, 1994] 
 Accurate position: A workpiece must be located accurately in a fixture with 
respect to the machine coordinate system and the workpiece coordinate system.  
 Total restraint: The fixture must hold and restrain the workpiece from the 
external force, e.g. cutting force.  
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 Limited deformation: When a workpiece is under the action of cutting forces 
and clamping forces, additional adjustable-locators or adjustable-supports are 
needed to reduce deformation of the workpiece.  
 No interference: None of the fixture elements should interfere with any of the 
machining operations. At the same time, interference among fixture elements 
should be avoided.  
 
Moreover, the design outcomes must satisfy several design criteria so as to arrive at a 
“good design” [Nee et al. 1995]. 
 Design specification: Because fixture design can have an effect on 
dimensional tolerance, geometric tolerance and workpiece surface finish, a 
fixture must have an ability to produce workpiece to specification. 
 Factory standard: Fixture design is constrained by factory standards to ensure 
compatibility with other systems.  
 Ease of use: The fixture should be designed to satisfy ergonomic and ease of 
use. 
 Cost: Since cost of fixtures is a major part of an FMS, saving in fixture costs 
could decrease overall production costs.  
 
2.1.2 The 3-2-1 Locating Principle 
The most common locating rule in practice for prismatic workpiece is the 3-2-1 
method. The rule provides the maximum rigidity with the minimum number of fixture 
components. In general, an unrestricted workpiece in space can have twelve degrees of 
freedom. A workpiece may be positively located by means of six point positions so 
that they restrict nine degrees of freedom (DOF) (Figure 2.2). However, together with 
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the clamps (the wide arrows shown in Figure 2.2) which hold the part in place, the 
locators (the gray cylinders in Figure 2.2) provide equilibrium of all forces. Flat-2-1 
and 4-2-1 principle are alternative methods of 3-2-1 principle. In flat-2-1, the primary 
locating surface is a flat surface. It is not suitable when a through-hole is machined in a 
setup. In the 4-2-1 method of location, four points are positioned on the primary 
















Figure 2.2 The 3-2-1 method of location 
 
2.1.3 Modular Fixture Systems 
Dedicated fixtures that are specially designed and built for a particular workpiece has 
greatly contributed to the development of automated manufacturing systems, 
especially in the automobile industry. They ensure repeatability and facilitate loading 
and unloading, and meeting stringent design specifications. As in the development of 
technologies, flexible fixturing is desired for the need of flexibility and the increasing 
design complexity. Currently, modular fixtures are the most widely used flexible 
fixture in industry.  
 
A modular fixture system is flexible because it can be designed to hold parts with 
different geometry and fixturing requirements by constructing a large number of 
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configurations using standard fixture elements. Modular fixtures can reduce time and 
labor cost in fixture design. They also need less storage space compared with dedicated 
fixtures. Hence, manufacturing lead time is shorter, engineering changes are easier to 
handle, and storage cost is decreased.  
 
Modular fixture systems are broadly classified into two categories: T-slot-based and 
dowel-pin-based systems. Figure 2.3 are designs of T-slot-based and dowel-pin-based 
modular fixture design systems. Compared with the T-slot-based modular fixture, the 
dowel-pin-based modular fixtures have the following advantages [Rong and Zhu, 
1999]: (1) high fixturing stiffness; (2) Low manufacturing cost; (3) short setup time; (4) 
reliable locating. The only disadvantage is that it has less assembly flexibility.  
 
Although fixturing is fundamental to many manufacturing operations such as 
machining, fabrication, assembly and inspection, the research conducted in this thesis 
is limited to machining fixtures. In addition, the system in this thesis utilizes the 
dowel-pin-based modular fixture system provided by IMAO Corporation, Japan.  
         
(a)                                                       (b) 
Figure 2.3 Modular Fixture Systems 
(a) T-slot-based (b) dowel-pin-based 
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2.2. Introduction to Case Based Reasoning 
2.2.1 Overview 
Case-based reasoning (CBR) is an Artificial Intelligence (AI) technology like rule-
based reasoning, neural networks or genetic algorithms, which is described as a 
methodology for problem solving. In case-based reasoning, a new problem is solved 
by searching its similarity with one or several previously solved problems and by 
adapting their known solutions rather than working out from the scratch. In many 
aspects, case-based reasoning is a problem solving method different from other AI 
approaches. In particular, instead of only using general dependent heuristic knowledge 
like in the case of expert system, it is able to use the specific knowledge of concrete, 
experienced, problem situations. Another import characteristic is that CBR implies 
incremental learning since a new experience is memorized and available for future 
problem solving each time a problem is solved. CBR is thus a simple problem solving 
paradigm that involves matching your current problem against problems that you have 
solved successfully in the past.  
 
Case-based reasoning can provide an alternative to rule-based expert systems, and is 
especially appropriate when the number of rules needed to capture an expert’s 
knowledge is unmanageable or when the domain theory is too weak or incomplete. 
CBR can work in problem domains where the underlying models used for solutions are 
not well understood. Historically, CBR has shown its greatest success in areas where 
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2.2.2 Case-Based Reasoning Cycle 
The process involved in CBR can be represented by a schematic cycle (Figure 2.4).  
Aamodt and Plaza [1994] have described CBR typically as a cyclical process 
comprising the four REs: 
(1) RETRIEVE the most similar case or cases comparing the case to the library of 
past cases;  
(2) REUSE the retrieved case(s) to attempt to solve current problem;  
(3) REVISE the proposed solution if necessary, and  
(4) RETAIN the new solution as a part of a new case 
 
Initially, a problem in a domain is defined as a new case that can be used to retrieve a 
case or a list of cases from the collection of previous cases called case library (or case 
base). The candidate solution is also retrieved from case library. The retrieved case(s) 
is combined with the new case into a solved case through REUSE, i.e., a proposed 
solution to the initial problem. In the REVISE process, this solution is verified for 
success, and repaired if necessary. During RETAIN, useful experience is retained for 
future reuse, and the case base is updated by a new learned case, or by modification of 
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Figure 2.4 The typical CBR cycle [Aamodt & Plaza, 1994] 
 
 
2.2.3 Areas of CBR Applications 
Case-based reasoning is a methodology suitable to solving weak theory problems 
where it is difficult or impossible to elicit first principle rules from which solutions 
may be created. By now more and more applications are adopting CBR in their 
domains. The applications can generally be classified into two main categories: 
classification tasks and synthesis tasks. The classification tasks include diagnosis, 
prediction, assessment, process control and planning (travel plans or work schedules), 




Chapter 2. Research Background and Literature Review   
2.3 Case-Based Reasoning for Design 
Case-Based Reasoning supports design by reminding designers of previous 
experiences that can help with new situations [Maher and Garza, 1997]. As a cognitive 
model of design, CBR provides the basis for a computational model of design.  
 
The application of CBR to design, known as case based design (CBD), is defined by 
Waston and Perera [1996] as:  
"The process of creating a new design solution by combining and/or adapting 
previous design solutions." 
 
Why case-based reasoning is attractive as support for design? One reason is that the 
designer is familiar with the knowledge represented in a design case and another 
reason is that the knowledge as a case memory can be updated automatically with use 
of the system. The problem solving approach of a case-based design system is based 
on the retrieve and reuse of specific experiences. 
 
2.3.1 Issues in Developing CBD systems 
There are no general methods to build a case-based reasoning system, but some 
general issues must be considered when such a system is built. The major 
considerations in a CBR approach to design can be broadly classified as representation 
and control issues. 
 
Representation issues include what is in a design case, how is a design case 
represented, how is a design case indexed, and how is design case memory organized. 
Control issues concern the general process model of a CBD system. This involves 
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when and how a design case is retrieved, how is a design case adapted, and how is an 
adapted design case evaluated. Different CBD systems have addressed and resolved 
these issues through their development and implementation, within the context of their 
knowledge domain and project focus. 
 
2.3.2 Case Representation and Memory Organization 
Case representation is the cornerstone of the entire case-based reasoning system. A 
case-based reasoner depends on the knowledge stored in the case library to perform its 
reasoning. The case representation in case-based reasoning systems mainly concerns 
how to structure cases stored in the case-base to facilitate effective searching, matching, 
retrieving, adapting and storing.  
 
The purpose of design cases in CBR system is to facilitate solving a similar problem in 
a similar but different context in the future. The design cases are considered as [Maher 
and Garza, 1997]:  
 Cases as stories or as lessons to be learned.  
 Cases as information about the context as well as solutions of a problem.  
 Cases record the process by which a problem is solved. 
The content of a design case can be represented in many ways: attribute-value pairs, 
text, object-oriented representations, graphs, multimedia representations, and 
hierarchy-based representations. Most CBD systems use one of these representation 
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Case memory is the place where the design cases stored. Its organization refers to the 
way cases are organized for access during retrieval. It is organized in two common 
methods: 
• Flat. Cases are stored as records of key features, viz. attribute-value pairs, 
describing the content (Figure 2.5(A)). This method usually suits situations 
where case memory does not contain many cases. Similarity assessment would 
be on attributes and their values.   
• Hierarchical. Cases are clustered into groups according to some features and 
classified in a hierarchy (Figure 2.5(B)). It suits a large case memory for 
efficient retrieval. Similarity assessment may be on attribute-values but can 
also compare structure similarities between hierarchies.  
 
Attr1: Val3 





















Case AA  
 (A) List of cases (B) Attribute tree 
Figure 2.5 Memory organization 
 
There are primarily factors considered in case representation strategy and the memory 
organization in CBD system: flexibility and efficiency. Flexibility in retrieval and 
storage means that the contents of design case memory can shift when new 
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technologies or designs are being used. Efficiency means that the system always keeps 
good performance, especially when case-base becomes larger.  
 
2.3.3 Indexing and Case Retrieval 
The purpose of case retrieval is to find a case in the case-base whose problem is the 
most similar to the current input problem. Retrieval algorithms rely on the case indices 
and the case storage organization to direct them efficiently towards potential useful 
cases.   
 
Indexing and Retrieval can be done informally, where the user browses and selects a 
relevant design case, or formally, where the system accepts a new problem definition 
as input and presents a set of relevant design cases as output. The effectiveness of the 
informal approach depends on the number of cases in case memory and the richness of 
the indexing scheme. The formal approach makes assumptions about how a new 
problem is described and uses the specification for pattern matching. The most popular 
formal method of indexing and retrieving is to use a set of feature-value pairs to 
describe a design case. The new problem is then described as a set of feature-value 
pairs and this set is matched with design cases in memory. There exists a variety of 
algorithms used for this comparison. Other approaches used are to index and retrieve 
based on function, problem specifications, graph-based representations of behavior, or 
matching images or gestalts. [Maher and Garza, 1997] 
 
Below are the well-known methods for case retrieval 
• Nearest neighbor. Assessment of similarity between the new case and old 
cases is based on a matching of weighted sum of features.  
 19 
 
Chapter 2. Research Background and Literature Review   
• Induction. A decision tree type structure to organize the case memory is used. 
A dominant feature is determined. It is useful when there are feature 
dependencies. 
• Knowledge guided induction. Manually identifying case features are applied 
in the induction process where explanatory knowledge is not available for large 
case bases. 
• Template retrieval. Similar to SQL-like queries, template retrieval returns all 
cases that fit within certain parameters. 
 
2.3.4 Case Adaptation 
The process of design-case adaptation is essentially the synthesis of new design 
solution. The retrieved similar design case(s) provide the start point for generating a 
new solution. Waston and Perera [1997] define adaptation in CBD as "the process of 
modifying a selected case's design solution and making it conform to the new design 
context". They also classify design adaptation into three categories depending on who 
or what performs the adaptation: 
 Human design case adaptation: the retrieved case is manually adapted by the 
designer; 
 Knowledge-based adaptation: a design is adapted or modified based on 
domain-specific or domain-independent knowledge; 
 Case-combination adaptation: several design cases are combined to provide a 
new design solution. This approach is not usually relied on domain knowledge, 
and employs other technology, e.g. genetic algorithm, to eliminate the need for 
expertise;  
 Hybrid of the above approaches. 
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In knowledge-based adaptation, four methods are broadly classified by Kolodner 
[1993]: 
 Substitution Methods choose and install a replacement for some part of an old 
solution that does not fit the current situation requirements; 
 Transformation Methods replace, delete or add components to a selected case 
using rules, procedures, or models in order to fit into current situation; 
 Special Purpose Methods utilize heuristics to provide powerful guides for 
domain-specific and structure-modifying adaptations; 
 Derivational Replay takes the same procedures or methods that generate the 
selected cases to produce a new solution for current situation. 
 
 
2.4 Distributed CBR 
A distributed case-based reasoning strategy solves the problem using the following 
strategy: the original agent transmits it to another agent, and the receiving agent uses 
its own CBR method to solve this problem or task [Plaza et al. 1997]. In distributed 
CBR, agents cooperate with each other. An agent Ai may authorize another agent Aj on 
its behalf to solve a problem when Ai is not able to solve it adequately.  
 
By now, the term distributed case-based reasoning has been used in two different 
contexts in research. The first one refers to web-based case-based reasoning systems 
where a single CBR engine and case-base(s) are centralized and located at server. 
Waston & Gardingen [1999] presented a web-based CBR application for HAVC 
(heating ventilation and air conditioning systems in Australia) sales support. Sales staff 
could access the case-base from anywhere in the country to search the library of past 
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installations and to retrieve the similar installations via Internet. COOL-TOUR, 
another web-based CBR system, is developed for tourism culture support [Blanzieri 
and Ebranati]. This mode of DCBR systems is relatively simple and easy to implement, 
thus cost and effort for implementation and maintenance are saved. Therefore, many 
CBR systems adopt this mode in the Internet.  
 
The alternative distributed case-based reasoning system is a hybrid of case-based 
reasoning with a multi-agent system. This system distributes case experience and 
problem solver across multi agents. In this system, each agent has its own case 
memory thus it could have acquired its own independent problem-solving experiences. 
A new problem is solved by cooperation mode that an agent delegates its authority to 
another agent to resolve this problem by reusing the local past experience. Prasad et. al. 
[1996] present the CBR-TEAM system that uses a set of heterogeneous cooperative 
agents in a parametric design task (steam-condenser component design). Plaza et. al. 
[1997] describe a CHROMA system for protein purification task. Plural Noos that 
allows communication and cooperation among agents in this system is supported by 
distributed case-based reasoning (DistCBR) and collective case-based reasoning 
(ColCBR).  
 
This mode of distributed case-based reasoning systems has the potential to improve the 
CBR system performance in term of problem solving efficiency, problem coverage and 
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2.5 Related Research Works 
Since the inception of Case-Based Reasoning in the early 1980s, it has been 
successfully applied in a wide range of areas. Kolodner developed the first CBR 
system, CYCUS, which was a question-answer system with knowledge of the various 
travel and meeting of former US Secretary of State Cyrus Vance.  Following 
Kolodner's pioneering work, several CBR-based systems were developed. Some of the 
more prominent of these, described in Kolodner's book [Kolodner, 1993], are: CHEF, a 
food planning case-based reasoning program; JULIA, a meal plan program using CBR; 
CASEY, a medical diagnosis program; PROTOS, a case-based classification program; 
HYPO, a legal reasoner; and  CLAVIER, a shop-floor assistant for autoclave curing of 
parts made from composite materials.  
 
2.5.1 Case-Based Reasoning in Mechanical Engineering 
Since CBR have been applied in many fields, some applications in mechanical 
engineering domain using case-based reasoning have been reported in last fifteen years. 
In this section, a brief review is presented as follows. 
 
TOLTEC [Tsatsoulis and Kashyap, 1988 & 1993] is the first planner attempted to 
develop a case-based approach to process planning. It combined case-based reasoning 
with knowledge-based reasoning in cutting process for rotation parts. PROCASE 
[Yang and Lu, 1994] is also a prominent case-based process planning system for 
machining of rotational parts. Besides TOLTEC and PROCASE, other case-based 
process planners which consider cutting processes for rotational parts are 
CAPLAN/CBC [Munoz-Avila and Hullen 1995; Munoz-Avila and Weberskirch 1996], 
CBP [Humm, et al. 1991].  
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In the past, several process planning systems for 3D prismatic parts based on case-
based reasoning have been reported. The system developed by Champati, Lu, and Lin 
[1996] retrieved the most relevant case by considering different intersection situations 
between features, and then modified it to meet the specifications of the new part. In 
their system, both simulation and reparation tasks were carried out interactively by the 
user. Ben-Arieh and Chopra [1997] developed a system called CBPlan, which uses 
ON-TOP, INSIDE, and ON-SIDE to describe the relationships among features. As in 
the previous system, no simulation or reparation was provided. Marefat and Britanik 
(1997) developed another system, which first generates the sub-cutting operations for 
each feature of the desired part by retrieving old cases, and then reorganizes the 
sequence of these sub-cutting operations to become a global process plan. Besides 
these, Chang et al. [2002] developed another case-based process planning system for 
3D prismatic parts. The subplan candidates for individual machine features of a part 
are generated via a backward inference planner based on the specifications of available 
cutting tools. The system then combines all subplans into the final process plan for a 
given part based on the merging information.  
 
In the area of mechanical design, DEJAVU [Bardasz and Zeid, 1993] is one of the first 
mechanical designer's assistant shells based on an integration of design and CAD with 
CBR. Daube and Hayes-Roth [1989] developed a system, FIRST, that redesigns 
structural beams by accessing a case memory of solution plans. CADET system (Case-
based Design Tool) was implemented in the domain of hydro-mechanical devices such 
as faucets, flush tanks, and pumps [Navinchandra, et. al. 1991]. PANDA, the Pumper 
Apparatus Novice Design Assistant, is another case-based design system developed to 
assist firefighters to design their own pumper engines.  
 24 
 
Chapter 2. Research Background and Literature Review   
2.5.2 Case-Based Reasoning in Fixture Design 
In fixture design domain, Senthil Kumar et al. (1995) and Nee et al. (1995) presented a 
framework for automated fixture concept design using case-based reasoning. In the 
system, the intent of the representation of cases is to capture the fixture design plan. 
Every case is represented by considering both the workpiece and the fixture, which are 
linked through by set-ups that are generated automatically by grouping the 
manufacturing features. In the indexing module, each case can be indexed by 
considering the machining features on the workpiece for a set-up (such as size, 
material, gravity, tolerance, etc.) and the fixture (such as location principle, set-up 
direction, supporting, locating and clamping surfaces as well as methods, etc.). The 
case retrieval module uses a bottom-up approach and retrieves the cases which can 
satisfy most of the parameters. After a case is retrieved, case modification is used to 
cater for the requirements of the present situation and then case repairing is used to 
make sure the modified case is workable. Successful plans were stored in the case-base. 
 
Sun and Chen [1995, 1996] also developed an intelligent modular fixture design 
system based on case-based reasoning. The system exploits a seven-digit indexing 
system similar to group technology (GT). Through these numbers, its workpiece and 
fixturing features are indexed. By referring to the index code, the designer can find a 
rough sketch of this fixture design. Moreover, the index system can classify similar 
fixture designs into groups. Existing fixture design adaptation is integrated into 
AutoCAD software, thus modified fixture design can be display graphically.  
 
Recently, agile fixture design was researched utilizing CBR by [Li, et. al. 2002] in 
order to enhance re-configurability, re-scalability and re-usability in fixture design. 
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The case-based agile fixture design model is composed of three modules: case 
matching of fixture planning module, conflict arbitration module and agile fixture case 
modify module. The three modules could solve the previous problem that the 
experience and result are difficult to be reused in the process of design. The agile 
fixture case modify module utilizes three methods, including a local restriction-relaxed 
method, a function-based conflict arbitration method and a case-based conflict 
arbitration method, to clear up the conflict and to modify the case to obtain an 




Although several research works discussed in Section 2.5.2 on fixture design using 
CBR have been carried out, they are developed only in stand-alone enviroments. 
Though a stand-alone system provides a computing efficient technique to fixture 
design, it sticks itself on local operating platform and CAD system and lacks 
cooperation and communication between fixture design and other manufacturing 
systems, e.g. CAPP systems.  
 
To author’s knowledge, applying distributed CBR application in fixture design domain 
is a novelty. The motivation of taking distributed CBR in our system is as follows:  
 To extend CBR to the Internet-based application, particularly in the area of 
manufacturing; 
 To improve the performance of a distributed system. The system architecture 
for distributed CBR proposed in this thesis allows adapting cases locally at 
client side, thus the response time for the user is decreased.  
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 To provide a computerized tool that could store fixture designs and make them 
available when needed through Internet. 
 To integrate case-based reasoning with CAD solid modeling system.  
 
The system proposed in this thesis is integrated with the Internet-enabled IFD system 
[Mervyn et al. 2003], thus the case-based fixture design system could reuse the design 
solutions that are generated in IFD system by storing them to a Case Base.  
 
 
2.7 Research Objective and Scopes 
This research intends to experiment with the design and implementation of an internet-
enabled computer-aided fixture design environment. The primary objective is to 
develop a fixture design system using case-based reasoning approach. This thesis aims 
to investigate a case-base reasoning approach to design fixture for a mechanical part 
and focuses on the knowledge representation and design process issue that includes 
case retrieval, case adaptation and case storing.  
 
To achieve these objectives, necessary tasks are identified and described as follows:  
• Distributed Case-Based Reasoning Engine. It is established to suit for client-
server model and to integrate with existing internet-enabled fixture design 
system. 
• Knowledge Representation. XML schema is developed to represent 
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• Case Retrieval. It concerns how to find the cases in the case-base which are 
most similar to the current problem. This is a two-step process. The index 
schema is used to provide the parameters for parts. The next step is to retrieve a 
set of the most similar fixture design based on similarity metric and to rank 
them.  
• Case Adaptation. It concerns how to adapt the retrieved fixture design case to 
make it fit the current problem specifications. This process is integrated with 
CAD system by which designer can interact with CBR system.  
• Reasoning Process. The reasoning process concerns how to implement 
distributed CBR engine, indexing building, similarity matching algorithm for 
retrieval, and adaptation. The Java programming language is used to solve 
these problems.  
• Automatic Case Accumulation. It is responsible for storing fixture design of 
new workpiece as cases into the case library. The case accumulation aspects 







Chapter 3 System Architecture 
 
 
This chapter presents the architecture of a system for fixture design, and gives an 
overview the functionality of the system. Section 3.1 proposes the architecture of 
distributed CBR engine. Section 3.2 shows what the system looks like with distributed 
CBR engine and outlines the functionalities of every part.  
 
 
3.1 Distributed CBR Architecture 
In this thesis, the distributed case-based reasoning system proposed is different from 
traditional CBR system in that it has more requirements for client-server 
communication and has different CBR engine design. The most commonly used 
paradigm in constructing distributed applications is the client-server model on which 
the CBR engine in our system is built. 
 
3.1.1 Three-tier Architecture Model 
Currently CBR systems implemented on the web are thin-client applications. Figure 
3.1 shows typical three-tier architecture model, which is the fundamental framework 
for the logical client-server design model, segments an application's components into 
three tiers of services. These tiers do not necessarily correspond to physical locations 
on various computers on a network, but rather to logical layers of the application. How 
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the pieces of an application are distributed in a physical topology can change, 
depending on the system requirements.  
 
In this architecture, the first tier is the end-user tier that presents component of the 
system. This tier presents data to user and permits data manipulation and data entry. It 
also includes the rendering of windows, text field and other graphic user interface 
(GUI) widgets. The middle tier is the server layer that consists of all of the application 
domain specific objects and behaviors otherwise knows as the application or business 
logic. The third tier is the data tier, or data service layer, which interacts with persistent 
data stored in database or in permanent data storages.  
 
In the thin-client CBR application, the end-user tier receives user input and issues a 
request to the server. The server receives and processes the request, and passes to a 
database. Database searches and retrieves data based on the criteria passes by server, 
and then sends the retrieved data back to the server. The server takes data received 
from database and issues it to the originating client. The client application performs 
any operation necessary to display the data receive from the server.  
 
End-user tier Server Tier Data Tier 
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3.1.2 Architecture for Distributed CBR 
Our architecture for distributed CBR is shown in Figure 3.2. This is an alternative 
architecture of traditional three-tier model shown in Figure 3.1, where all the tasks and 
processing are performed at server side. In the distributed CBR architecture, part of the 
CBR engine is located at the client side for the later stage of processing to be 
performed there, thus some tasks, (for example, adaptation), can be performed  at 
client side. Even a user can access database directly without passing server side, for 
example, an adapted solution can be saved to Case Base straightly. The advantage of 
distributed CBR is that it would improve system performance and robustness, it would 
also reduce substantially the load on the server and the network.  
 
The main task of front-end CBR engine includes: (1) New problem input, data pre-
processing; (2) Sending a request to server; (3) Adaptation and repair for retrieved data; 
(4) Storing adapted solution. While the back-end CBR engine only comprises of 
retrieval module, which includes case indexing, database searching, similarity 
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3.2 Architecture of the System 
The developed system uses Java as the programming language, Java3D as the graphics 
API and XML as the information exchange file format so as to provide the flexibility 
of interoperability on a variety of operating platforms. The system architecture is a 
three-tier thin client - server model which is the predominant model for intelligent 
application, including CBR, on the web. It consists of three main parts: the client, the 
server and the repository. The detailed schematic deployed is shown in Figure 3.3.  
 
3.2.1. Server 
The server side consists of back-end CBR engine, Parasolid model kernel, server 
classes and the RMI interface. Work-piece and fixture element solid model part files in 
native Parasolid format (.xmt_txt file) are also housed in server side. Data are extracted 
from them using functions, which retrieve information for xmt_txt file and carry out 
polygonization of the model, of Parasolid model kernel and are passed to server classes 
by Java Native Interface (JNI). And the server classes use the data to generate the 
Facet Data XML files and store them at the HTTP server.  
 
The back-end CBR engine includes case indexing and case retrieval module. When 
server side receives and processes the request from the client end, CBR engine 
searches and matches new case with cases in Apache Xindice Case Library, retrieves 
























































Figure 3.3 System Architecture 
 
3.2.2 Client 
The client application receives user input, displays 3D models and fixture design, 
performs validation rules, adaptation rules and issues a request to the server. It falls 
broadly into three categories: (1) Visualization, (2) Interactive Fixture Design (IFD) 
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The Visualization handles the rendering and displaying workpiece and fixture design 
on the Java3D canvas, at the same time, it also consists of GUI acting as user input and 
interaction between designer and system. Once a work-piece or modeling is requested 
to input in the system by user, a function call is made and sent to server by Java 
Remote Method Invocation (RMI) Interface. In Visualization, Facet Data XML files 
are downloaded from Apache HTTP server, and then are parsed using XML parser, 
after that the data is sent to Java3D classes for rendering onto the canvas.  
 
Interactive Fixture Design module is trigged once the retrieved candidate fixture 
designs are not desired. The work-piece inputted will be designed under IFD 
environment and the fixture design will be parsed to XML format file and be stored at 
Case Library for future use [Mervyn, et. al. 2003].  
 
The front-end CBR engine is composed of work-piece manufacturing information 
input, CBR reuse, and CBR adaptation & repair module. It starts the case-based fixture 
design application and guides the designer through the designing process. When 
certain work-piece is loaded, the user is asked to input the manufacturing environment 
parameters and work-piece features information. The data will be passed to server side 
and the back-end server will return a list of candidate fixture design through RMI 
interface. CBR reuse module retrieves the candidate fixture designs XML file from 
Case Library and parses them through XML parser to display onto the canvas. User 
can choose desired fixture design and apply it to new work-piece. Since the selected 
fixture design is not satisfied with the new case completely, adaptation & repair 
module will guide user to change fixture design to fit to new case. During adaptation 
and repair, the fixture design knowledge is adopted. They have been implemented by 
 34 
 
 Chapter 3 System Architecture   
rules using Java programming language. Finally, the desired design will also be stored 
at Case Library in XML format if the designer wants to. 
 
3.2.3 Repository 
The repository houses the fixture element database, the Apache HTTP server and case 
library. The Facet Data files are placed on the Apache HTTP server. Distributing the 
view and controller components between client and server requires a protocol 
framework so that client view information can be received by server controllers and 
vice versa. The protocol framework that uses HTTP to communicate between client 
view and server application can avoid firewall restriction.  
 
The fixture element database was developed using a MySQL relational database server. 
The use of MySQL database management system allows the fixture element query 
class via Java Database Connectivity (JDBC) to make complicated queries and this is 
useful in implementing more rules into the system. A whole array of fixture elements 
such as base-plates, support pins, locating cylinders, stops, clamps and risers from 
IMAO Corporation’s Venlic Block Jig System (BJS) are stored in the database. The 
database server also allows various people who are concerned with fixture elements to 
view their inventory status.  
 
Case library includes fixture design and work-piece design information which are in 
XML file format. It is developed using Apahce Xindice XML server which is a native 
XML database. The benefit of a native solution is that you do not have to worry about 
mapping your XML to some other data structure. You just insert the data as XML and 
retrieve it as XML. You also gain a lot of flexibility through the semi-structured nature 
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of XML and the schema independent model used by Xindice. This is especially 
valuable when you have very complex XML structures that would be difficult or 




In this chapter, three-tier client-server model is first introduced, and then the 
distributed CBR engine is presented based on this model. The architecture of this 
system including server, client and database has been founded. The essential 




Chapter 4 Knowledge Representation for Fixture Design 
 
 
The aim of knowledge representation is to facilitate the development of a computer 
program which can carry out reasoning to solve problems in a domain. This research 
explores XML (eXtensible Markup Language) as a formal language to represent 
knowledge in the domain of fixture design. The represented domain knowledge forms 
the Case-Base.  
 
In this chapter, section 4.1 discusses why XML is utilized to represent the domain 
knowledge and introduces graphical UML (Unified Modeling Language) notations. 
Section 4.2 presents XML schema for part representation, fixture design representation, 
setup representation and modeling in UML notations. Section 4.3 presents the structure 




In this distributed fixture design system, case representation is concerned with two 
areas of research. First, as a fundamental aspect of the CBR paradigm, case is not only 
described as problem, solution and outcome in fixture design domain, but also 
represented in a manner that allows efficient retrieval, easy maintenance and 
transmission over network. Second, a case representation can be devised as an open 
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standard in fixture design domain and exchange information with other computer-
aided manufacturing systems.  
 
In this thesis, case representation for fixture design is developed using XML which is 
one of the latest results of the development of databases suitable for design. XML is a 
description language that supports meta-data description for particular domains and 
these meta-descriptions allow applications to interpret data marked up according to this 
format. Besides being a recommendation of W3C, XML is used in our work because it 
is neutral, platform-independent, and flexible and allows structured data in Web 
applications. This means we can collect data from various place and exchange 
structure rich data in various applications over existing network protocol. Today, there 
is also ongoing development that will include a query language in the XML standard. 
This section describes the case representation for fixture design in XML using UML 
notation.  
 
The graphical UML notations that are used to represent XML model are summarized 
in Figure 4.1. The UML depicts a class as a rectangle with its name at the top and its 
attributes in the middle (Figure 4.1a). Relationships between classes are depicted as 
lines that link them. The inheritance relationship is identified by a hollow triangle at 
the end of line that indicates the superclass (Figure 4.1c), while the aggregation 
relationship is identified by a diamond at one end of line that indicates the owning 
class and by an arrow at the other end (Figure 4.1b). Multiplicity indicates how many 
instances of one class are related to a single instance of another class at a given point in 
time. For example, Figure 4.1(c) means one class whole has many parts. The 
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multiplicity notations are located at the end of a link. The meaning of them shows in 
Figure 4.1(d).  
 (a) Class: (b) Aggregation:
 










zero or more (optional) 
one or more 













Figure 4.1 Unified modeling language notation 
 
 
4.2 Case Representation using XML 
4.2.1 Case Structure 
To identify the content of a design case, it is important to find out how design and 
design requirements are represented in practice. Requirements for a fixture are the 
workpiece to be fixtured, manufacturing resources and fixture elements provided. For 
modular fixture design, design outcomes are fixture planning that deals with overall 
design concepts and fixture layout that produces a spatial layout of the fixture. 
Therefore, the representation of a case in fixture design is divided into three parts: part 
representation, setup representation and fixture representation. A workpiece is 
described using feature-based geometry and material properties. The machining 
features are grouped according to their orientations and machining constrains into 
setups. In one setup, only one fixture is associated with it. By this way, the three parts 
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are linked (Figure 4.2). In the system, setup information is provided by user which 
includes manufacturing resources and fixture plan, while fixture which includes fixture 
layout is final solution for the requirement.  
 
Figure 4.2 Case structure 
 
4.2.2 Part Representation 
Part design is the input to the fixture design system. In case representation, its role is 
similar to the problem description. It is represented not only as a part stored in case 
base but also as a new case to be solved. Part representation contains not only 
geometric shape but also material property.  
 
The geometric information is composed of a set of features, their interactions, faces, 
points for clamping, locating and supporting, as well as engineering information 
(tolerance, dimensions, etc.) pertaining to the features. Feature class represents the 
complete machining area in a workpiece by showing the size and type of features 
present. The features include the following classes, i.e. boss, pocket, hole, slot, step, 
Workpiece 
Case
Sub Case Sub Case Sub Case
Part Set-up Fixture 
Feature 1 Set-up 1 Fixture 1 
Feature 2
Set-up 2 Fixture 2 Feature 3
Feature 4
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and each class can be classified further. Figure 4.3 shows the part representation using 

































Figure 4.3 Part representation in UML notation 
 
 
Inheritance is exploited in representing the knowledge of the features. In Figure 4.3, 
Feature class is an abstract class only acting as interface for basic shape feature classes, 
i.e. Hole, Slot, etc. These subclasses inherit the common attributes from Feature class 
and other features are created from basic shape features. For simplicity, subclasses of 
Tolerance class and basic feature shape classes do not display in Figure 4.3. However, 















Thruough Hole Counterbore Countersink Blind Hole Blind Counterbore Blind Countersink
 
Figure 4.4 Inheritance in the Hole class 
 
As previously mentioned, the case representation language is developed in XML for 
use with our system. Figure 4.5 shows a simple work-piece whose shape type is 
prismatic and its corresponding XML schema. It can be seen the part name is 
“model3” from <PARTNAME> tag and part id is 32 from <PARTID> tag. The feature 
information is provided in the <FEATURE> tag. Figure 4.5 also shows Slot class, its 
subclass and its attributes in the <FEATURE> tag. 
 
4.2.3 Fixture Design Representation 
A case obviously includes the solution to the problem. In fixture design domain, the 
solution is usually a complete fixture layout configuration, which includes details on 
the work-piece, base plate, supporting surfaces, points and elements, locating surfaces, 
points and elements and clamping surfaces, points and elements. These information 
can be provided to fixture analysis and process planning. In the developing system, the 
focus is on modular fixture that inherits from fixture. The modular fixture is composed 
of fixture elements that can be mainly categorized into four functional units: Base plate, 
Locator, Support and Clamp class. These fixture elements contact with work-piece 












Figure 4.5 Example of XML file for part representation 
<?xml version="1.0" ?>  
-<PARTDOCUMENT> 
-<PART> 
      <PARTNAME>model3</PARTNAME>  
      <PARTID>32</PARTID>  
      <ShapeType>Prismatic</ShapeType>  
      <Material>Cast Iron</Material>  
      <HeatTreatment>Normalizing</HeatTreatment>  
      <MachineType>Vertical Machine</MachineType>  
     +<ProfileSize> 
     +<ProfileFace> 





    - <Feature> 
          <FeatureName>Slot</FeatureName>  
          <FeatureType>Through</FeatureType>  
          <FeatureSubType>Rectangular</FeatureSubType>  
       </Feature> 
     -<Dimension> 
           <Width>0.03</Width>  
           <Depth>0.015</Depth>  
        </Dimension> 
    + <Position> 
    + <Normal> 
    + <FeatureFace> 

















































<<is a>> <<is a>> <<is a>> <<is a>>
 
Figure 4.6 Fixture Design Representation Model in UML Notation 
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Figure 4.7 shows the complete fixture design and its corresponding XML schema. 
From <SELECTEDWORKPIECENAME> tag, we can know the workpiece name is 
model4.  The locator information is in the <LOCATOR> tag. The name of one of 









Figure 4.7 Fixture design
 
4.2.4 Setup Representations 
Set-up planning is one of the important i
extensive experience. A set-up is defined 
features and the number of set-ups requ
planning information enables the considera
positioning locators, clamps and supports. S
designs together, and contains informatio
 - <SELECTEDWORKPIECE> 
    <SELECTEDWORKPIECENAME>model4</SELECTE
DWORKPIECENAME>  
    <SELECTEDWORKPIECEID>32</SELECTEDWORKP
IECEID>  
   </SELECTEDWORKPIECE> 
- <BASEPLATE> 
    <BASEPLATENAME>BJ010-4050-
12</BASEPLATENAME>  
    <BASEPLATEID>126</BASEPLATEID>  






    <LOCATORNAME>BJ400-12050</LOCATORNAME> 
    <LOCATORID>471</LOCATORID>  
    <LOCATORPOINTID>13</LOCATORPOINTID>  
+ <LOCATORPOSITION> 
- <WORKPIECE> 
    <WORKPIECEID>32</WORKPIECEID>  
-   <FACE> 
    <FACEID>267</FACEID>  
  + <NORMAL> 
  + <FACECENTER> 
  </FACE> 
    </WORKPIECE> 
  </LOCATOR>  and its XML schema 
ssues in process planning and requires 
as a task of determining a sequence of 
ired in fixturing configurations. Set-up 
tion of the fixture design configuration, 
etup links the workpiece and its fixture 
n that includes machining features in 
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workpiece, workpiece orientation, fixture planning, support faces, locating faces, and 
clamping faces. One workpiece may require many set-ups, while each setup only 


























Figure 4.8 Setups in UML notation 
 
4.2.5 XML Schema for Modeling 
The Facet Data XML file contains information on the facets of the polygonized model 
of work-pieces and fixture elements. These facet data are stored in HTTP server, and 
then are transferred to client via Internet for visualization. The Facet Data XML file is 
organized in a certain structure in order to be parsed conveniently. The structure of the 
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Figure 4.9 Structure of a facet data XML file 
 
 
4.3 Case Base Organization 
A case library serves as a repository for cases. It represents the memory of the case-
based reasoning system. In this system, all cases are in XML file format and are stored 
in Xindice XML Server. The structure of a case is organized in Figure 4.10. It is 
composed of three parts:  
• part features that represent manufacturing features in a workpiece; 
• setups that represent workpiece orientation and manufacturing environment; 
and 
• fixture design that represents the fixture configuration design of a workpiece.  
These three parts are indexed and inter-related by the name of workpiece. Furthermore, 
according to the shape type of the workpiece, the case for part features is divided into 
five catalogs: prismatic type, cylindrical type, flat type, box type, and complex type. 
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Root of Case Base

















In this chapter, why XML is exploited to represent knowledge in the domain of fixture 
design is explained first. XML schema for part modeling and case representation 
including part, fixture and setup representation has been elaborated in UML notations. 





Chapter 5 Case-Based Fixture Design Process 
 
 
This chapter describes detailed processes in the case-based reasoning engine for fixture 
design. Section 5.1 introduces a brief process for case-based design and section 5.2 
outlines the process of fixture design using distributed CBR. The following sections 
elaborate the detailed process that includes case indexing, case retrieval, case 
adaptation and case storage.  
 
 
5.1 Design Process using Case-based Reasoning 
Case-based reasoning, as a design process, is illustrated in Figure 5.1 derived from 
Maher and Garza [1997]. A new design problem provides some information for 
recalling one or more design cases. A case library provides several examples of design 
problems and their solutions and serves as a base finding relevant designs to a new 
design problem. A selected design case can then be adapted to be a new design. An 
adapted solution to the new design can be added to the case library, allowing the 
library to grow with use. This accumulation of experience is considered as learning of 
case-based design computing model. 
 
The main task of design-case recall is to find relevant designs to a new design problem. 
It can be divided into three steps: indexing, retrieval and selection. Indexing identifies 
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and provides features of a previous design in order to retrieve easier. Retrieval is the 
process comparing items in the case library with the current problem being solved and 
pulling out from the case-base a set of similar cases. Selection evaluates the retrieved 
















Figure 5.1 Design process using case-based reasoning 
 
Design-case adaptation recognizes the difference between the selected design case and 
the new design problem, and modifies the design case to solve the new design problem. 
This process is composed of three subtasks: proposal, evaluation and modification. 
Proposal process is a planning to treat the selected design case as a solution to the new 
design problem. In evaluate-modify cycle, evaluation checks the feasibility of the new 
design solution and modification just changes the new design solution to solve the new 
design problem.  
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5.2 Distributed CBR in Fixture Design 
As mentioned previously, the system is not proposed as a traditional thin-client and 
fat-server architecture, where all the case-based processing is performed at back-end. If 
the system is implemented as a thin-client with case-based processing at back-end then 
network latency and server load may produce poor response times for the user.  
 
Our current proposal is to perform CBR retrieval on the server-side, because case 
retrieval module including indexing, searching and matching cases in case library can 
be computationally intense process, especially for a huge case library. We do so in 
order to make high-end server to handle heavy computing.  
 
Since a distributed CBR system could potentially have many clients connecting 
simultaneously, case retrieval is computing-consuming, and current PC performance at 
client-end is increasingly well, distributing as much work as possible to the client side 
could possibly speed up the reply time for all users on the network. Under these 
circumstances, the trend seems that the thin-clients are growing fatter or have the 
ability to put on the weight. So that, we put fixture design knowledge base and front-
end CBR engine in client-end.  
 
The proposed system using CBR is also following certain sequential steps; hence the 
user can follow the design stage and interact with the system. The detailed work flow 
is shown in Figure 5.2. The first three steps, new workpiece import, feature-
information input and setup information setting, are considered as design-problem 
specification that is manually input by user. The process of case indexing and case 
retrieval including case similarity matching and ranking reside in server. The ranked 
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cases are returned back to client for selection. After the selected design case is adapted, 
the new design case is directly stored to the case library in case storage process.  
 
In the following sections, we will discuss the processes that include case indexing, case 

















Data Flow  
Figure 5.2 Work flow of CBR on fixture design 
 
 
5.3 Case Indexing 
In the system, the indexes are used to find the most appropriated cases for solving the 
current problem during retrieval. Indexing of case will be necessary to make retrieval 
efficient and effective so indexing must be supported. Indexes actually play three main 
roles in case-based reasoning systems [Kolodner, 1993]: 
• Indexes can label or identify cases for the situations in which they can be useful; 
 51 
 
Chapter 5. Case-Based Fixture Design Process  
• Indexes can restrict the search through the case library to the most promising 
portions;  
• Indexes can emphasize the importance of some of the case’s attributes. 
The indexes are in fact a subset of the case representation and thus, need to record 
problem descriptions, solutions, and outcomes. A feature-based similarity measure is 
adopted for case indexing and case retrieval in this system. This task involves the 
choice of the features that must be taken into account in order to retrieve the best case. 
There are two major perspectives in a part considered in the similarity: geometric 
shape and material. It is believed that the parts possessing similar geometric shape 
have similar fixture design. Geometric shape is a major factor in similarity measuring. 
The material property refers to the Hardness and Heat-treatment of the material. The 
fixture design may be different for two parts that have same geometric shape but are 
made of different material.  
 
In one setup, the workpiece can be represented by two elements: one element is the 
geometry (G) and the other is the material property (MP) as following: 
Part = ( G, MP )  
Where G is a set of geometric features that comprise the part, and geometric features 
can be group into To-be-machined Features (FN) and Machined Features (FM); M 
represents its material property, which is further decomposed into material (M) and 
heat-treatment (HT) at the next level as following: 
G = (FM, FN), MP = (M, HT)  
And FM, FN are composed of a set of features of the part: 
G = (F1, F2, … Fn)  
where Fi (I = 1, 2, … n) is the feature of the part. 
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5.4. Case Retrieval 
The case retrieval aspect of CBR is responsible for finding in the case library the most 
useful cases to assist in solving the problem at hand. The retrieval process involves the 
searching of the structure of the case library based on the current problem statement, 
the computing of similarity between the current problem and the cases searched, and 
sorting and ranking the retrieved cases based on similarity value. The result of the 
retrieval is a set of useful cases that corresponds to the problem statement and can help 
the designer in solving the current problem. The retrieved cases are performed based 
on the similarity between the new problem context and the existing case represented in 
Case Base. Therefore, similarity plays a key role in constructing and maintaining case-
based reasoning systems. 
 
There are several methods for computing the similarity between cases [Slonim et al. 
2001]. These include: 
 Numeric combination of feature vectors, which must be taken into account in 
order to retrieve the best case and represent the known cases, using different 
combination rules; 
 Rule-base similarity assessment. The cases in the Case Base are used to create 
or train a set of rules based on the feature vector of the cases in this approach. 
This rule-set is then used to compare the new case to be solved and the cases in 
the Case Base. 
 Similarity of structured representations. Each case is represented as some 
structure, e.g. a directed graph or tree, and thus the similarity measure takes 
into account the structure of the different attributes of the case, and not only the 
attribute value.  
 53 
 
Chapter 5. Case-Based Fixture Design Process  
 Goal-driven similarity assessment. In this approach, some attributes of cases 
would have more importance based on goal sought when compared with those 
of a new case. This means that some attributes of a case are not important in the 
light of a certain goal and thus should not be taken into account in the similarity 
calculations.  
 Hybrid of the above methods according to application domain. 
 
The following steps describe the retrieval approach concisely and Figure 5.3 shows the 
flow chart: 
Let C denote the new case.  Let C be the set of existing cases in the case library and C' 
is a member of the set C, viz. C'∈C.  
Step 1: Initialize a set S = { }; 
Step 2: Index the feature description of new problem; 
Step 3: Get the workpiece's type T of the new problem, and get the sub-list of cases 
whose types are type T, then assign the sub-list to S; 
Step 4: For each C' in S: 
¾ Index the case C' in the Case Base; 
¾ Computing the geometrical similarity metric; 
¾ Computing non-geometrical similarity metric; 
¾ Computing overall similarity value Simall with weight; 
Step 5: Sort and rank C' in S in descending order based on the overall similarity value 
Simall associated with each C', and then retrieve the first ten cases to put into the 
retrieval set R. 
 
The overall similarity metric value Simall between two cases is defined as:  
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Simall = Wg× Simg + Wn× Simn           (5.1) 
Where Wg and Wn represent the weight of geometrical similarity and non-geometrical 
similarity and Wg+ Wn=1.0, Simg and Simn represent the geometrical similarity and 
non-geometrical similarity.  
 
5.4.1 Geometrical Similarity Metric 
Geometric shape is a major factor in similarity measure since geometrically similar 
parts normally have similar fixture design. Feature-based similarity is adopted in this 
system for computing geometric similarity. A part can be decomposed into features. 
Based on the dimensions and direction of features, six characteristics are employed to 
computer the similar metric: feature count, feature direction, feature size, directional 
distribution, size distribution and relative orientation. Before the similarity metric is 
computed, Translational Group (T-group) and Size Group (S-group) should be defined 
[Ramesh, et. al. 2001]:  
• Translation Group (T-group) is "a set of feature instances that differ only by 
translation", that means in the same Translation Group, the feature instances 
have the same feature normal.  
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A step-by-step procedure for geometric similarity metric for comparing the new 
problem and the cases in Case Base is given below: 
Step 1. Initialize the weight value set W = {w1, w2, …,w6} for the six feature characters; 
Step 2. Group features for new part into T-group and S-group individually; 
Step 3. For each case in Case Base: 
 Group features for the case into T-group and S-group; 
 Compute the similarity set D={ di }(i=1,2,…,6), di is represented for the 
similarity values of feature count, feature direction, feature size, directional 
distribution, size distribution and relative orientation separately; 
 Compute the overall geometrical similarity Simg for the case with initialized 
weight: Simg = W·DT=∑( di × wi), where i = 1 to 6  
 
Taken the model in Figure 5.4 as an example, the six similarity characters for feature 


















Figure 5.4 An example of workpiece 
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a). Feature Count 
This characteristic is a measure of the number of instances of each feature type on a 
part. It reflects the number of times that a particular feature will be machined. As 
mentioned above, the features are composed of existing features and machining 
features. In this characteristic, machining features will have a larger weight in 
similarity measurement. The number vi represents the count of instances of each 
feature class on part Pi. Table 5.1 shows that the model in Figure 5.4 has eight Holes, 
two Slots and one Pocket. The similar metric is as following: 
















B  if v ≠0,  where wiiA vB,
i is the weight.          (5.2) 
 
b). Feature Direction 
This characteristic captures the number of setups that might be required to machine 
each feature type on the part.  A T-group represents a set of feature instances of the 
same feature class that can be machined in one setup. Feature direction is measured as 
the count of T-group of feature classes on a part.  vi represents the number of T-group 
in a feature Pi. Example of feature direction is shown in Table 5.1: the model has two 
T-groups of Hole, one T-group of Pocket and two T-groups of Slot. The similar metric 
is as following: 
















B  if v ≠0,  where wiiA vB,
i is the weight.           (5.3) 
 
c). Feature Size 
This characteristic captures the number of tools that might be required to machine each 
feature type on the part. Vi represents the count of S-groups of each feature class on Pi, 
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vi=# of S-groups of a feature in part Pi. Table 5.1 also shows examples of feature size: 
the model has two S-groups of Hole, one S-group of Pocket and two S-groups of Slot. 
The similar metric is same as above.  
Table 5.1 Examples of feature count, feature direction and feature direction 





Hole 8 2 2 
Pocket 1 1 1 
Slot 2 2 2 
Step 0 0 0 
Pad 0 0 0 
Boss 0 0 0 
 
d). Directional Distribution 
This characteristic is relevant to the number of operations that can be performed in the 
same setup. It represents the count of feature instances in the T-groups. Table 5.2 
shows the examples of T-group instance count tk of the model in Figure 5.4: the model 
has two T-groups of Hole, each of which has four instances of feature class Hole. The 
similar metric is as following: 

















B  if v ≠0,                                       (5.4) jkikA vB,
n—the number of feature class, such as Hole, Pocket, Slot, etc. 
m—dimensions of set t(PA)U t(PB) 
vdik --  # of T-group of Fj having instance count tk on part Pd. 
 
e). Size Distribution  
This characteristic is relevant to the number of operations that can be performed in the 
same tool. It represents the count of feature instances sk in the S-groups. Table 5.2 
shows the examples of S-group instance count sk of the model in Figure 5.4: the model 
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has two S-groups of Hole, each of which has four instances of feature class Hole. The 
similar metric is same as the one defined for directional distribution. 
Table 5.2 Examples of directional distribution 
T-group instance count tk Feature 
class 1 2 4 8 
Hole 0 0 2 0 
Pocket 1 0 0 0 
Slot 2 0 0 0 
Step 0 0 0 0 
Pad 0 0 0 0 
Boss 0 0 0 0 
 
Table 5.3 Examples of size distribution 
S-group instance count sk Feature 
class 1 2 4 8 
Hole 0 0 2 0 
Pocket 1 0 0 0 
Slot 2 0 0 0 
Step 0 0 0 0 
Pad 0 0 0 0 
Boss 0 0 0 0 
 
f). Relative Orientation  
It is relevant to the number of setups required for a part in general. It is represented as 
a n×n matrix Ai which is the set Oijk of relative orientations between T-groups of 
feature classes Fj and Fk. The relative orientation between two T-groups is defined as a 
set of angles between all planar faces of a feature instance of a T-group and faces of a 
feature instance of another T-group. Table 5.4 shows the examples of relative 
orientation set of two T-groups of Hole and two T-groups of Slot based on face angles.  
Table 5.5 shows the relative orientation of feature classes of the part in Figure 5.4 and 
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Array Ai is defined as: Ai = { Oijk }  where j=0 to n and k=0 to n. 
The distance between two elements OAjk and OBjk of the two arrays for part A and Part 

















∩               (5.5) 
Eqs. (5.4) is also suitable for the similarity metric for the array between two parts.  
 
Table 5.4 Relative orientation of feature class Hole and Slot 
Hole  T1 T2 
T3 {0, 90} {90} Slot T4 {0, 90, 180} {90} 
 
Table 5.5 Examples of relative orientation 
Feature 
class Hole Pocket Slot Step Pad Boss 
Hole       
Pocket       
Slot        
Step       
Pad       
Boss       




5.4.2 Non-geometrical Similarity 
Material properties are another attributes that evaluate the similarity of two workpieces. 
The similarity values can be retrieved in form of two dimensional table provided by 
domain experts. Table 5.6 and Table 5.7 show the samples of similarity matrix in term 
of material and heat-treatment of workpieces. So the non-geometrical similarity Simn is 
calculated as following:  
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Simn =  Wm×Sm + Wh×Sh          (5.6) 
Where Wm and Wh represent the weight of material similarity and heat-treatment 
similarity and Wm+ Wh=1.0, Sm and Sh represent the material similarity and heat-
treatment similarity. 
Table 5.6 Material matrix 







Carbon steel 1.0 0.8 0.7 0.4 0.5 
Cast iron 0.8 1.0 0.8 0.4 0.5 
45# iron 0.7 0.8 1.0 0.4 0.5 
Alum. alloy 0.4 0.4 0.4 1.0 0.8 
Copper 0.5 0.5 0.5 0.8 1.0 
 
Table 5.7 Heat-treatment matrix 
 normalizing annealing aging 
normalizing 1.0 0.5 0.5 
annealing 0.5 1.0 0.5 
aging 0.5 0.5 1.0 
 
5.4.3 Mass Case Filter 
In case based reasoning system, when a new workpiece comes, the system is expected 
to retrieve the candidate case efficiently and rapidly from case base, especially from a 
large case base. Thus we need a filter system to narrow down the searching scope in a 
large case library. First, we filter the case base by the shape type, viz. prismatic, 
cylinder, plate and complex shape. When a new part comes, we only search the group 
having same shape type as the new one. Second, we also compare the profile size. We 
divide the profile size of a workpiece in millimeter into several groups (Table 5.8). If 
the difference of the group number of two parts is greater than 2, it is suitable to apply 
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Table 5.8 Part profile size group 
Group no. Length Width Height 
1 <50 <50 <50 
2 50-100 50-100 50-80 
3 101-200 100-200 80-160 
4 201-500 201-500 161-300 
5 >500 >500 >300 
 
5.4.4 Ranking of Cases 
In order to provide a better assistance to the designer each of the cases should be 
ranked to suggest which ones are considered best. Ranking is the process of ordering 
partially matching cases according to goodness of match or usefulness [Koloder, 1993]. 
Ranking can be evaluated by computing the overall similarity that indicates how good 
a particular case is for solving the current problem. In this system, after the degrees of 
similarity between the new problem and each case in the list S are computed based on 
the weights, all the cases in the list S are associated with their similarity values. Then 
the cases are sorted based on their similarity values by descending order and retrieve 
the top ten cases to the set R for user to browse. The goal of using such a ranking is not 
to find the best matching case automatically, but to provide a set of cases in certain 
order for the design to select.  
 
 
5.5 Adapting Cases 
Once a case is selected by the user, it needs to be adjusted, or adapted, to the current 
problem in order to provide a complete solution. In most instance of fixture design, the 
workpiece including its dimension and material property, and design context or 
manufacturing environment associated with the workpiece are unique. Therefore, a 
selected design solution must be adapted to cater for current workpiece and its design 
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context. The case adaptation aspect of case-based reasoning system provides a fixture 
design solution for current workpiece by either reusing parts of the solution or 
adjusting the past solution stored in the retrieved case so it can fit for current 
workpiece and current manufacturing environment.  
 
Case adaptation can be manual or automatic or a mixture of both. However, automatic 
adaptation has its limitations: it is extremely difficult to adapt a design without 
affecting other design components. Adapting cases in this system is interactive. The 
complexity of design cases does not warrant automated adaptation. However, the 
system supports user directed adaptation where case-base support is provided by the 
system. The system guides the user in adapting and modifying the design step by step 
based on the underlying knowledge base. This also prevents the user form making 
mistakes by checking fixture design rules.  
 
In this system, the adaptation process is roughly divided into five steps (Figure 5.5): 
the new workpiece adaptation module, base-plate adaptation module, locator 
adaptation module, support adaptation module and clamp adaptation module. The 
detailed adaptation process is presented as Figure 5.5. If the adapted solution is not 
satisfied after adaptation process, the system can go back to desired module to modify 
the design solution. 
 
5.5.1 Workpiece Adaptation 
After a design case is selected, the fixture design solution associated with the case is 
loaded in the CAD system with the new workpiece. However, the workpiece is not at 
its right position, this means existing fixture can not hold the workpiece. In order to put 
 64 
 
Chapter 5. Case-Based Fixture Design Process  
the workpiece on the baseplate, this needs to adjust the orientation and position of the 
workpiece based on its supporting surfaces, the type of baseplate of the selected fixture 
design, and the type of manufacturing machine. If existing fixture has support elements, 
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5.5.2 Baseplate Adaptation 
Baseplate is the only fixture element that is fixed on platform of a machine and it is 
used to hold other fixture elements. It is classified into two sub-classes: grid plate and 
angle plate (Figure 5.6). Grid plate includes four types: rectangular grid plate, square 
grid plate, round grid plate and platform grid plate; angle plate includes three types: 
angle grid plate, two-sided grid plate and four-sided grid plate. Each type is composed 
of some parts. After the workpiece is load on fixture, system queries fixture elements 
database to check the baseplate area that should be greater than 1.5 times of the area of 
the workpiece profile face whose normal is parallel to that of the baseplate in order to 
make sure it has enough room to hold other fixture elements and workpiece. If this rule 
is not satisfied, system prompts user to choose an appropriate one from a list of base-
plates that satisfy the rule and belong to the same sub-class as original base-plate. After 
a designer selects a new base plate, system queries database to get its height. If its 
height is different from that of the original one, the position of other fixture elements 
and the workpiece will be changed. Figure 5.7 shows the flow chart of this module.  
 
 Rectangular Grid Plate 
Square Grid Plate 
Round Grid Plate 
Platform Grid Plate 
 
Angle Grid Plate 
Two-Sided Grid Plate 









Figure 5.6 Baseplate classification 
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Figure 5.7 Flow chart of baseplate adaptation 
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5.5.3 Locating Elements Adaptation 
Locating Elements form two planes perpendicular to base plate to locate a workpiece. 
The locators are usually positioned against the major cutting force so as to locate the 
workpiece more positively during a machining operation.  
 
Locator is mainly classified into six types: locating cylinders, adjustable stops, edge 
supports, v-blocks, round pins and diamond pins. Every type contains its own parts. 
When an existing locator is replaced with a new locator, the new locator and selected 
locating face must follow the assembly relationship rule (Table 5.9). For example, 
when a selected locating face is planar, a locating cylinder is only replaced by a 
locating cylinder, adjustable stop or edge support. If the rule of assembly constrains is 
violated, the choice is rejected and the designer is prompted to re-select a new face or a 
new locator.  
 















Planar Against Against Against    
Cylinder 
(Hole)     Fit Fit 
Cylinder 
(Outer Profile) Against Against  Fit   
 
Except the assembly constrains, the adaptation also follows the fixture design 
heuristics [Mervyn, et. al. 2003]. The main principle of this heuristics is: if there are n 
(n>2) locators are mated with the same locating face, then n-2 locators are adjustable. 
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Upon the choice of the first locator, the work-piece will be re-located based on the 
mating of the face of the locator and the locating face. This makes the workpiece 
locate at exact position on the plane parallel to base plate. The detailed flowchart of 
locating elements adaptation is shown in Figure 5.8. 
 
5.5.4 Supporting Elements Adaptation 
There are three different ways to support a prismatic workpiece, viz. using pins, using 
a baseplate surface, or a combination of both. According to the 3-2-1 locating principle, 
three points are used for supporting the workpiece on the supporting faces. In order to 
ensure maximum stability during machining, the triangle area formed by the three pins 
must be as large as possible.  
 
Moreover, if additional pins are required to prevent distortion and vibrations of the 
workpiece during top clamping and machining, then the additional pins must be 
adjustable whose height is determined by the distance between supporting face and 
base plate. This rule can be applied as follows: 
 IF n supports are used on support faces, (n>3) 
     THEN n-3 supports are adjustable 
 
When a fixture designer selects the first support, another constrain is applied for 
restriction: when the workpiece is lifted due to the variance of the heights of supports, 
a mechanism is tricked to check whether locators are still located on their 
corresponding locating faces. If not, the fixture designer is prompted to re-select the 
lower support. The detailed implementation is shown in Figure 5.9. 
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Figure 5.8 Flowchart of locating elements adaptation 
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Figure 5.9 Flowchart of support adaptation 
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5.5.5 Clamping Element Adaptation 
Clamping is the final step in fixture assembly to restrict a workpiece that is well 
supported and located. Clamping element is composed of two types: top-clamping 
element and side-clamping element.  
 
Top-clamping is done from the top of a workpiece towards the base plate or the 
supporting faces. When a top-clamp is selected, the designer is first prompted to select 
a horizontal top face for clamping, then to select an adjoining vertical face with the 
horizontal face for the orientation of the clamp, and a point on the base plate. The 
system will choose the riser that support the top clamp based on the distance between 
the top face selected and the base plate. 
 
Side-clamping is used from the sides of a workpiece opposite to the locating faces in 
order to counteract the locating forces. Side-clamping is necessary when the entire top 
face is to be machined. When a side-clamp is selected, a vertical face to be clamped is 
required to select, followed by a point on the base plate for positioning the side clamp. 
A riser block to elevate the side clamp is determined based on the side-clamping face 
and the position of the side clamp.   
 
In Figure 5.10, the flow chart shows that the existing clamping elements can be re-
positioned or deleted for clamping adaptation. If more clamps are needed, the designer 
can add more top-clamps or side-clamps on the workpiece. Except the adapting 
methods shown in Figure 5.10, an alternative way is to delete all the existing clamps 
and add clamps from scratch.  
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Figure 5.10 Flowchart of clamping element adaptation 
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5.6 Case Storage 
Case storage is the final step of design process of CBR. It is a process to retain the 
final adapted design case to the case library. Nevertheless, not all newly derived cases 
are necessary to be put into the case library. CBR should store the cases that can 
contribute to the future reasoning of solutions. In other words, if the case library is 
capable enough to cover the newly adapted case, the new design cases need not be 
stored to avoid redundancy and inconsistency. This accumulation of design cases is 
considered as learning of computer model of case-based reasoning.  
 
Before the adapted design case is added to case library, the system asks user whether 
or not to archive this design case. If the answer is yes after the user evaluates the 
fixture design of the new workpiece, XML file format is used to transfer the design 
case between CBR engine and case library. The design case is also saved to case 
library in XML file format. Workpiece information XML file, setup information XML 
file and fixture design XML file will be put into case library in appropriate position as 




In this chapter, the computer model of design process for CBR is introduced. In the 
following section, the fixture design process using distributed CBR is elaborated and 
illustrated, which includes case indexing, case retrieval, case adaptation and case 




Chapter 6 Case Study 
 
 
In the system of this thesis, Java programming language is chosen to implement case-
based reasoning engine for fixture design. Apache Xindice XML server is exploited as 
the case-base to contain XML-based design cases. This chapter presents the detailed 
design process in the domain of fixture design with case study and how the system 
guides a user to design a fixture for a mechanical part.  
 
6.1 Information Input 
6.1.1 Feature Information Input  
When a workpiece is loaded into the system in Parasolid file format (.xmt_txt), it does 
not include any feature information. This needs to be input by user manually. The 
feature information will be stored in the XML server. The alternative way is that a 
workpiece can be created with XML format (.xml) in CAD module of this system 
[Kuamr, R. Kiran, 2001] and the XML file is saved to XML server. Here we only 
show the former method. Feature extraction module is considered to integrate with this 
system in the future.  
 
The detailed steps are as follows: 
Step 1: load a workpiece in Parasolid file format (.xmt_txt) (Figure 6.1); 
Step 2: input the material properties and profile sizes (Figure 6.2); 
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Step 3: select a feature name for specific feature, input parameters for that feature 
(Figure 6.3), and indicate faces associated with the feature on the workpiece; 
Step 4: repeat Step 3 to input feature information for next feature until all features are 
input;  
Step 5: save feature information to server in XML file format (.xml). 
 
 
Figure 6.1 Load a workpiece into system 
 
 
Figure 6.2 Input the property information of the workpiece 
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Figure 6.3 Input parameters for selected feature 
 
6.1.2 Setup Information Input 
In this process, the manufacturing resource information is input and the machining 
features indicated at last process are grouped into to-be-machined features and existing 
features (Figure 6.4).  
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6.2 Retrieval 
All the retrieval procedures are executed at server side and are hidden from the 
designer, but the similarity between the input part in Figure 6.1 and the parts shown in 
Figure 6.5 that are stored in the database will be taken as an example to explain the 
computing process. Table 6.1 is the input information for these the input part and parts 
displayed in Figure 6.5. The non-geometrical similarity between current part and the 
input part is calculated using the Eqs. (5.6):  
Simn =  Wm×Sm + Wh×Sh  
Where the values of weight Wm and Wh are 0.7 and 0.3 respectively; the value of Sm 
and Sh can be gotten from Table 5.6 and Table 5.7.  
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Chapter 6. Case Study  
Table 6.2 shows the geometrical similarities and overall similarities between the input 
part in Figure 6.1 and parts in Figure 6.5. The calculation steps are explained as 
following:  
 The similarity weight set W is initialized as {0.2, 0.25, 0.25, 0.1, 0.1, 0.1}; 
 To compute the values of six geometrical characters that are elaborated in 
Section 5.4.1, and to put the values into Table 6.2;  
 To calculate geometrical similarities using equation Simg = W·DT, where the 
similarity value set D can be gotten from last step; 
  To calculate the overall similarity values are calculated using Eqs. (5.1): 
Simall = Wg× Simg + Wn× Simn    
Where the values of weight Wg and Wn are 0.8 and 0.2 respectively; the value 
of Sn can be retrieved from Table 6.1. 
 
Table 6.2 The geometrical similarity 
 Model1 Model2 Model4 Model5 Model9 Model10
Feature count 0.375  0.1  0.4444 0.8333 0.5  0.5625 
Feature direction 0.375  0.2  0.6667 1.0  0.5833  0.5625 
Feature size 0.5  0.2  0.6667 0.8333 0.625  0.5  
Directional distr. 0.3  0.0  0.2667 0.3333 0.3333  0.1667 
Size distribution 0.2  0.0  0.3  0.25  0.3  0.25  
Relative orientation 0.1786 0.0588 0.7037 0.7037 0.3958  0.3438 
Simg 0.3616 0.1259 0.5493 0.7537 0.505  0.4542 
Simall 0.4313 0.2427 0.6394 0.7450 0.574 0.5334 
 
Note: Simg : geometrical similarity between current part and the input part 
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The names of sorted candidate parts with the similarity values are shown at client side 
in a certain order (Figure 6.6).  The workpiece and its fixture design can be shown on 
the canvas by selecting its name (Figure 6.7). Moreover, the tree views of feature XML 
file and fixture design XML file of the workpiece can also be displayed (Figure 6.8).  
Figure 6.9 shows the new workpiece and the fixture designs of its similar parts from 







Display Base Plate Display Tree View















Figure 6.6 The retrieved part names and their similarity value 
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Figure 6.8 Tree views of features and fixture design of one of retrieved parts 
 
 
Figure 6.9 The new workpiece and fixture designs of its similar parts 
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6.3 Adaptation 
After a fixture design is selected from the list of similar parts of the new workpiece, 
the adaptation process begins. The system first prompts a dialog to ask the user to 
select the supporting faces for support (Figure 6.10), and then the workpiece in the 
selected fixture design is replaced by the new workpiece that is adjusted at appropriate 
position in the existing fixture design. If the area of the baseplate is satisfied with the 
requirement, a message dialog is prompted at the center of application to show the 
baseplate is satisfied. After that, all fixture elements are parsed and displayed in the 
design window. The collision occurred between the input part and existing fixture 
elements can be also observed (Figure 6.11).  
 
In following steps, locators, supports and clamps will be highlighted to be replaced, re-
positioned, or deleted with the aid of designer. In the process, designer is asked to 
select faces and points for locating, supporting or clamping based on requirement. The 
locating elements are adapted in two ways, either to be re-positioned (Figure 6.12) or 
to be replaced by new ones (Figure 6.13). The supporting elements are also modified 
in these two ways. When a support is relocating, it is highlighted (Figure 6.14) and the 
user is asked to select a new position. Figure 6.15 and Figure 6.16 show that a top-
clamping element and a side-clamping element are selected from the list to clamp the 




































eplace the highlighted locator 
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Figure 6.15 A top-clamp element is selected to
 
 
 Support to be 
relocated  
 the highlighted support 
 
 clamp the workpiece 
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Figure 6.17 The final fixture design of the new workpiece 
 
 
6.4 Case Storage 
In the final step, the system will ask designer whether to store the repaired design in 
XML server, i.e. the case-base (Figure 6.18). The case-based reasoning system 
implements the learning mechanism in this way.  
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In this chapter, the detailed fixture design processes, including input information, case 
retrieval, case adaptation and case storage, are discussed with case study. This chapter 
presents how the system guides a user to design a fixture for a mechanical part with 





Chapter 7 Conclusions and Future Works 
 
 
7.1 Research Contributions  
This thesis presents a system that uses case-based reasoning technology to deal with 
the fixture design problem in mechanical engineering applications. This thesis 
emphasizes on knowledge representation in fixture design domain, and the 
development of effective methodologies for automotive case retrieval and case 
adaptation. The distributed CBR engine has been constructed and implemented. Each 
of these contributions is described as follows. 
 
 Case Representation and Case Base Organization 
XML schema is developed for knowledge representation in fixture design domain. It 
comprises of three levels: machining feature representation, fixture design 
representation and manufacturing resource (setup) representation. Each level 
representation is described in each XML file stored in Apache Xindice XML server. 
Every level of a workpiece is related with one another by workpiece name.  
 
 Retrieval Method 
In retrieval module of this thesis, a part and cases in Case Base are indexed so that the 
system can identify the cases efficiently and find out the most similar cases from Case 
Base. The case indexing incorporates geometry, material, and heat-treatment. In 
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addition, a filter method is introduced to reduce the retrieval time based on the size and 
shape of parts when the size of Case Base is large.  
 
The similarity metric that measures the similarity of two parts is developed based on 
geometric, material and heat-treatment in order to retrieve the most cases from case-
base. The geometric similarity is developed based on Ramesh's six geometrical feature 
characteristics to compare similarity of prismatic parts in geometrical shape. Finally, 
all the cases are sorted in a descending order according to the degree of overall 
similarity. Only the first ten cases will be sent back to client side to display. 
 
 Adaptation Process 
The adaptation process is an assistance to guide the designers to create a new solution 
by modifying a retrieved case. It is fully integrated with CAD system and can interact 
with solid models on the Java3D canvas. This process involves with five modules: 
workpiece adaptation, base-plate adaptation, locator adaptation, support adaptation and 
clamp adaptation. It creates a new solution using the same procedure.  
 
 Distributed CBR Engine 
A distributed CBR engine is proposed as client-server model and it is implemented to 
integrate with existing internet-enabled fixture design system using Java3D technology 
and Java programming language so that the system can run on any platform that 
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7.2 Recommendation for Future Work 
Despite several of the achievements mentioned above, some problems remain unsolved 
in the development of this research work.  In order to make better the case-based 
fixture design system, future works can be focused on following aspects: 
• Retrieval methods issues. In the system of this thesis, the similarity matching 
method of retrieval only focuses on 3D prismatic workpiece. So, the similarity 
matching method should expand to be suitable for not only prismatic type but 
also other types, e.g. cylindrical, flat, box, etc.  
• Feature extraction issues. In this system, machining features of a workpiece 
are input by designer manually. This work is time-consuming and not effective 
for designer since the designer must know all the dimensions or measure them 
in other CAD system. A feature extraction module should be developed to 
integrate with this system to save designer's time and efforts. Thus, CAD 
system can fully cooperate with textual CBR process.  
• Cross-Domain reasoning issues. The system presented in this thesis operates 
in a very specific domain; expansion of this system to other similar design 
domain is an important area as well.  
• Case evaluation issues. The objective of case evaluation is to check how good 
the adapted case is. It also tells the system whether or not the new solution 
success. In fixture domain, fixture analysis is a mathematical issue and research 
on fixture analysis over internet has not been reported yet. Hence, research on 
fixture analysis (fixture design evaluation) can be developed and be integrated 
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