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Resumen 
En este documento se describe el proceso de diseño, desarrollo, test y validación de una 
puerta de enlace CAN FD –WIFI basada en la plataforma Arduino. 
Inicialmente, se incluye una breve explicación teórica de lo que constituyen los protocolos 
de comunicación CAN y CAN FD, su origen, razón de ser, utilidad y especialmente cómo es 
la arquitectura de los mensajes enviados, ya que es esencial para la comprensión de este 
proyecto. También, se incluye la información necesaria para que el lector entienda lo que 
es la tecnología WIFI y el protocolo, partes esenciales de este proyecto. 
Seguidamente, se detallan todas las herramientas utilizadas para el desarrollo del 
dispositivo bautizado como CANFD-WIFI, incluyendo las placas electrónicas utilizadas, los 
programas para realizar el código y las librerías que son necesarias para el funcionamiento 
del sistema.  
Después, se explica paso a paso las partes que constituyen el código Arduino del 
dispositivo CANFD-WIFI, el código Python para conectarse a dicha puerta de enlace, así 
como todas las opciones de funcionamiento que el sistema puede proporcionar. En esta 
explicación, se puede encontrar tanto una descripción del código programado, como los 
problemas encontrados durante el proceso de programación, la solución final planteada y 
un diagrama de bloques que describe todas las posibles opciones de funcionamiento que 
tiene el sistema.  
Finalmente, se incluye un apartado de test y validación, que permite demostrar el correcto 
funcionamiento del dispositivo diseñado. En concreto, se valida experimentalmente la 
capacidad de la puerta de enlace CANFD-WIFI de enviar mensajes a múltiples clientes, ya 
sea una PC o un teléfono inteligente, demostrando las funcionalidades del dispositivo 
desarrollado. 
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Glosario 
CAN: Controller Area Network 
CAN FD: Controller Area Network with Flexible Data-Rate 
WIFI: Wireless Fidelity 
PROTOCOLO SPI: Protocolo Serial Peripheral Interface 
GATEWAY: Puerta de enlace que actúa de interfaz de conexión entre dispositivos 
SSID: Service Set Identifier 
IDE: Infraestructura de Datos Espaciales 
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1. Presentación 
1.1. Origen del proyecto 
Cuando se lee CAN FD y el WIFI es fácil pensar en la industria automovilística y en la 
comunicación inalámbrica. Este proyecto está pensado para poder unir los dos campos, es 
decir, facilitar la comunicación inalámbrica entre el automóvil y los clientes que soliciten la 
información que contiene. Al implementar esta tecnología se abre una gran ventana de 
aplicaciones que se podrán leer más adelante, como gestionar un vehículo a distancia. Con 
este pensamiento es como se ha originado la idea de diseñar la Puerta de enlace CANFD-
WIFI basada en Arduino. 
El protocolo CAN (Controller Area Network) fue inventado en el año 1983 por el gran 
fabricante alemán de componentes de automoción Robert Bosch GmbH [1]. Se basa en el 
intercambio de mensajes entre distintos dispositivos mediante una topología bus, es decir, 
los diferentes nodos conectados se pueden comunicar entre sí usando simplemente un par 
de cables trenzados. 
Más adelante, en 2011, la misma compañía alemana desarrolló una versión más 
evolucionada de dicho protocolo para satisfacer las crecientes necesidades de la industria 
de automoción. Así nació el protocolo conocido mundialmente como CAN FD (Controller 
Area Network with Flexible Data-Rate) [2], una mejora del protocolo CAN, mucho más 
rápido y con capacidad para transmitir mensajes más largos de hasta 64 bytes. 
Como se puede intuir en los párrafos anteriores, para adentrarse en el mundo de la 
automoción es esencial conocer cómo funcionan y cómo usar dichos protocolos de 
comunicaciones. También es esencial tener conocimiento sobre tecnologías de 
comunicación sin cables, como el WIFI (Wireless Fidelity), presente hoy en día en muchos 
de los aparatos electrónicos que utilizamos a diario. 
En 1942, la actriz de Hollywood Hedy Lamarr y el compositior George Antheil patentaron 
una técnica de modulación de señales, y demostraron su funcionamiento utilizando dos 
tambores agujereados y sincronizados para transmitir información sin cables, inventando 
por primera vez lo que se conoce como salto en frecuencia [3]. Estaba pensado como un 
sistema para que los Nazis no pudiesen interceptar torpedos teledirigidos en la Segunda 
Guerra Mundial. Durante los años siguientes se desarrollaron muchas técnicas de 
transmisión de ondas, pero no fue hasta el 1971 que se usó dicha tecnología para enviar 
datos entre ordenadores. Esto ocurrió en la Universidad de Hawái, con una red de 
ordenadores bautizada como ALOHAnet. Alguno de los protocolos utilizados en dicha red 
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son la base del Ethernet y del WIFI [3]. 
La tecnología de las redes inalámbricas y del intercambio de datos sin cables ha 
evolucionado considerablemente desde sus orígenes, así como los protocolos de 
comunicación entre dispositivos electrónicos en la industria de automoción. Por dicha 
razón, es muy importante tener conocimientos tanto del CAND FD como del WIFI, para así 
poder seguir perfeccionando su uso, con el objetivo de poder desarrollar sistemas de 
comunicaciones de bajo coste, combinando ambas tecnologías. 
 
1.2. Motivación 
Hace unos años la electrónica empezó a hacerse hueco en la industria de la automoción.  
Inicialmente, todos los dispositivos electrónicos que disponía un coche se comunicaban 
punto a punto mediante cables de cobre, ya que eran muy pocos los aparatos electrónicos 
que contenía. A medida que la tecnología avanzaba y se fue desarrollando la electrónica en 
los automóviles, se decidió crear un bus de comunicación que uniese todos los dispositivos 
electrónicos de un coche con un par de cables trenzados (Bus CAN) y así es como surgió 
el bus CAN [4].    
Actualmente, en el mundo de la automoción está muy extendido a nivel mundial el uso de 
dicho bus de comunicaciones.  Tanto es así, que incluso se ha desarrollado una versión 
más evolucionada, el CAN FD.  
Por lo tanto, si se quieren detectar errores en alguno de los dispositivos o centralitas del 
coche, realizar un diagnóstico de cómo se encuentra el automóvil o simplemente 
conectarse al sistema de diagnosis, se debe hacer mediante el protocolo CAN o en el 
futuro, mediante CAN FD. 
Es importante destacar que no solo en el mundo de la automoción se utilizan dichos 
protocolos de comunicación CAN o CAN FD, sino que en la mayoría de industrias ya se 
utiliza la tecnología conocida como PLC (Power Line Communications), que envía los datos 
de conexión a internet usando el mismo cable por el que circula la red eléctrica, 
empaquetando los datos con mensajes de CAN FD [5]. 
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1.3. Análisis de antecedentes 
En la actualidad, existen dispositivos comerciales que permiten el intercambio de datos 
entre una red CAN o CANFD de forma inalámbrica, ya sea mediante WIFI o Bluetooth. Sin 
embargo, tal y  como se muestra en los siguientes apartados, los aparatos existentes en el 
mercado que puedan realizar dicha función son escasos y de un coste muy elevado.   
 
1.3.1. CAN@net NT 420 (CAN y Ethernet) 
Este dispositivo [6] tiene la posibilidad de trabajar como CAN-Ethernet, Gateway, bridge y 
PC interface, pudiendo controlar hasta 4 canales de CAN o hasta 2 canales de CAN FD. 
Ofrece una simple comunicación entre sistemas de CAN, CAN FD y dispositivos, con fácil 
control remoto mediante Ethernet. 
 
 
Figura 1. CAN@net NT 420 (CAN y Ethernet). Fuente: [6] 
 
1.3.2. Dispositivo de Interfaz CAN 
Este dispositivo de National Instruments permite la conexión y la comunicación entre 
ordenadores y un bus CAN. Usando este sistema se pueden manipular datos de alta 
velocidad en tiempo real, de cientos de tramas y mensajes CAN [7]. 
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Figura 2. Dispositivo de Interfaz CAN. Fuente: [7] 
 
1.3.3. CANblue II 
El CANblue II es un dispositivo que transforma los mensajes CAN a comunicación 
Bluetooth, es decir, permite tener acceso inalámbrico a sistemas CAN, utilizando el 
Bluetooth que se puede encontrar en cualquier ordenador actual.  
Este dispositivo es de una gran utilidad para la lectura de datos de diagnóstico y conseguir 
fácilmente y de una manera flexible las configuraciones de los distintos sistemas [8]. 
 
Figura 3. CANblue II. Fuente: [8] 
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1.3.4. DATEC-COMPACT 
Este dispositivo móvil permite diagnosticar la comunicación en un bus CAN o CAN FD. 
Además, también se puede complementar con una función de osciloscopio y funciones de 
medición para voltaje y resistencia, para así mejorar el diagnóstico [9]. 
 
Figura 4. DATEC-COMPACT. Fuente: [9] 
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2. Introducción 
2.1. Objetivos del proyecto 
El objetivo principal de este proyecto es desarrollar una puerta  de enlace (Gateway), de 
manera que los mensajes que viajan por un bus CAN FD sean enviados de forma 
inalámbrica mediante WIFI a varios clientes de forma simultánea.  
Es decir, se quiere desarrollar un dispositivo al cual los clientes, ya sea un ordenador, un 
teléfono inteligente o una tableta, se puedan conectar vía WIFI y éste les envíe mediante 
conexión inalámbrica los mensajes de CAN FD que ha recibido previamente. 
Además de recibir los mensajes CAN FD vía WIFI, los posibles clientes podrán cambiar la 
velocidad de transmisión del CANFD y decidir en qué momento quieren conectarse para 
recibir los mensajes y en qué momento desean finalizar la conexión. 
 
Figura 5. Croquis del funcionamiento del sistema. Fuente: propia. 
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2.2. Propuesta 
Como se ha comentado en el apartado Análisis de antecedentes, actualmente en el 
mercado ya hay marcas que comercializan productos que dan respuesta a mi objetivo.  
Pero estos son caros y difíciles de acceder, aquí es donde surge la posibilidad de crear un 
versión low cost con un mercado potencial importante.  
Por eso, se quiere desarrollar un dispositivo barato, accesible y fácil de configurar, que 
permita el intercambio de datos CAN FD con múltiples clientes, que puede ser, por ejemplo, 
un ordenador portátil o un teléfono inteligente. 
Inicialmente, en lo que hace referencia al hardware, se propone utilizar la placa comercial 
ESP8266 de Arduino [10], que permite recibir los mensajes CAN FD y realizar la conexión 
vía WIFI a un coste de mercado muy bajo. Además, programar en el entorno Arduino 
utilizando lenguaje C++ proporciona nuevos conocimientos, ya que en el Grado de 
Ingeniería en Tecnologías Industriales se aprende a programar con Python 3.0. 
Finalmente, la parte de software se puede separar en dos: Arduino y Python.  
La utilización del entorno de Arduino se propone porque es una aplicación de código que se 
puede distribuir a un mercado muy amplio.  
En el Arduino se usa la librería de CAN FD ACAN251FD [11], que permite que el dispositivo 
reciba los mensajes CANFD adecuadamente. Además, la utilización de las librerías de 
WIFI ESP8266WiFi, WiFiClient y ESP8266WebServer [12] facilita a la placa el envío de 
datos mediante conexión inalámbrica.  
Se propone en este proyecto desarrollar el código de los clientes utilizando el lenguaje de 
programación Python 3.0 [13]. Para el intercambio de datos entre el Arduino y los clientes, 
se propone la utilización de la tecnología de los conocidos como sockets, que quedan 
definidos con el IP del dispositivo, el puerto en el que escucha y el protocolo que se utiliza.  
La programación con el lenguaje Python 3.0  es conocida, ya que se ha aprendido en el 
Grado de Ingeniería de Tecnologías Industriales, pero realizar este proyecto permite 
profundizan más en este lenguaje de programación. 
Finalmente, se propone utilizar JSON con la librería de ArduinoJson [14], compatible con 
Arduino y con Python, para realizar el intercambio de parámetros de configuración de la 
puerta de enlace desarrollada. 
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3. Sistema 
3.1. Protocolo CAN 
El protocolo CAN (Controller area network) [15] es un método de comunicación entre varios 
dispositivos electrónicos que incorpora un mecanismo en el hardware y en el software para 
que distintos nodos puedan comunicarse entre si utilizando un par trenzado y sin la 
necesidad de ningún ordenador principal. 
El CAN es un protocolo de comunicaciones del tipo serie, es decir, que los datos se 
mandan secuencialmente 1 bit detrás de otro (multiplexado en el tiempo), mediante un 
único canal de comunicación.  
Los mensajes que se envían por bus CAN tienen una capacidad máxima de 8 bytes y no 
consiste en un sistema con arquitectura master-slave, sino que todos los nodos de la red 
CAN pueden leer todos los mensajes. 
La red que construye el protocolo CAN no está completa y consiste en una capa física 
(arquitectura), en un esquema de prioridad y en un circuito de gestión y detección de 
errores. 
 
3.1.1. Arquitectura  
La capa física del protocolo CAN consiste en dos cables dispuestos como un par 
diferencial. Cada cable se designa como CAN_HIGH y CAN_LOW.  
Lo importante de esta disposición es la diferencia de voltaje entre las dos líneas. Si la 
diferencia es 0, el Bus CAN entrega un 1 lógico y se encuentra en estado recesivo. 
Mientras que el estado dominante aparece cuando el CAN entrega un 0 lógico, ya que hay 
diferencia de voltaje entre en CAN_HIGH y el CAN_LOW. Los niveles de tensión 
correspondiente pueden verse en la Fig. 6, donde un cable se identifica porque es de color 
azul y el otro rojo. 
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Figura 6. Capa fisica de voltage del Protocolo CAN. Fuente: [15] 
Los datos proporcionados por el bus CAN consisten en un bit de inicio, un identificador, la 
carga útil (payload), el campo de CRC y los bits extras de control. 
Dependiendo del identificador, el CAN puede aceptar o ignorar los mensajes y dictaminar la 
prioridad de los datos, ya que según el valor de dichos bits, el mensaje que tenga la 
prioridad más alta va primero. Esto se cuantifica de manera que cuanto más bajo sea el 
valor del identificador, más alta es su prioridad.  
 
Figura 7. Marco de CAN. Fuente: [16] 
Un nodo CAN puede poner 0 ó 1 en el bus a una velocidad específica o velocidad de 
transmisión. La mínima velocidad de transmisión para que todos los nodos del CAN estén 
sincronizados es de 5 bits/tiempo. No es usual cambiar las velocidades del bus CAN, ya 
que tanto en los coches como en los camiones comerciales éstas ya vienen predefinidas de 
serie por el fabricante. En el caso de los turismos europeos se utilizan las velocidades de 
transmisión estándar de 125 kbit/s (CAN BUS Confort) y 500 kbit/s (CAN BUS Tracción). 
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En el caso de los camiones, está estandarizado a 250 kbit/s según la norma J1939 [16]. 
 
3.1.2. Detección de errores 
La función de detección de errores en el protocolo CAN es esencial para su buen 
funcionamiento,  ya que ayuda a hallar los posibles fallos que pueden aparecer en los 
mensajes de CAN y evitar la transmisión de datos incorrectos a los diferentes sistemas 
electrónicos. 
Una red de CAN puede detectar diferentes tipos de error. Si un nodo CAN genera 
demasiados fallos, éste se desconecta temporalmente de la red. Cada nodo mantiene dos 
contadores de errores, uno de transmisión y otro de recepción. 
 
3.2. Protocolo CAN FD  
El protocolo CAN FD (Controller area network with flexible data-rate) [17] es una mejora del 
protocolo CAN que permite enviar más datos en una misma trama y a mayor velocidad.  
Los datos pueden ser transmitidos a una velocidad de hasta 8 Mbit/s y el payload es mayor, 
puediéndose transmitir hasta 64 bytes por trama. Esto es posible porque cuando un nodo 
está transmitiendo una trama, la velocidad de los datos (data-rate) se puede aumentar, 
hecho que hace que la tasa de bits aumente y se reduzcan los tiempos de envío.  
 
3.2.1. Arquitectura  
Los mensajes de CAN FD [18] constan de una serie de campos como se describe a 
continuación. En primer lugar se envía un bit de inicio de trama, SOF (Start of frame). 
Seguidamente, se encuentra el identificador, que puede ser de 11 ó 29 bits, es único y 
representa la prioridad del mensaje. El campo de control (Control field), consta de 8 bits, 
contiene el primer bit FDF (FD format) que indica si la secuencia será interpretada como 
CAN FD si el valor es recesivo o CAN si el valor es dominante. Además, contiene un RRS-
bit (Remote request substitution), que es el bit que sustituye a las tramas remotas RTR, ya 
que el CAN FD no los permite, un BRS-bit (Bit rate switch) que indica la velocidad de 
transmisión y 4 bits que constituyen el DLC (Data length code), el número de bytes de 
datos. Los datos a transmitir (payload/Data field) pueden ser desde 0 a 64 bits, Payloads 
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más largos hace mejorar la eficiencia del protocolo y aumentar el rendimiento. El campo de 
CRC (Cyclic redundancy check) para detectar errores puede ser 17 bits para payloads 
menores o iguales a 16 bytes ó 21 bits para payloads mayores de 16 bytes, donde 
aparecen el bit llamado ESI (Error Status Indicator), que se activa si se detecta un error y el 
bit STC (Stuff Bit Content) que permite mejorar la comunicación. Para finalizar, aparece 2 
bits llamados ACK (Acknowledgement), 7 bits para indicar el final de la transmisión EOF 
(End of transmition) y los 3 últimos bits del campo de intermisión, IMF (Intermission field), 
tal y como se muestra en la Fig. 8. 
 
Figura 8. Composición de los mensajes de CAN FD. Fuente: [18] 
 
3.2.2. Diferencias entre CAN y CAN FD 
El protocolo CAN FD se puede adaptar a las tramas del protocolo CAN. Es por ello que los 
dispositivos que se comunican mediante CAN también es factible que se utilicen con CAN 
FD. Esto ocurre porque las tramas del CAN FD son de alguna manera compatibles con las 
del CAN. 
Hay tres razones esenciales por las cuales es mejor usar CAN FD antes que CAN, ya que 
mejora el rendimiento de los datos [17]: 
- El CAN FD proporciona tramas de CAN más cortas, a la vez que aumenta la 
velocidad de transmisión de los bits. 
- El CAN FD puede contener más datos que el CAN, desde 8 hasta 64 bytes, tal y 
como se puede observar en la Fig. 9. 
- El CAN FD utiliza un algoritmo de detección de errores mediante un CRC con 
mejores prestaciones, hecho que reduce el riesgo de errores no detectados. 
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Figura 9. Comparación con la longitud de los mensajes de CAN y CAN FD. Fuente: [18] 
 
3.3. WIFI  
El Wifi (Wireless Fidelity) [19] es una de las tecnología inalámbricas de transmisión de 
datos más utilizada para internet, basada en ondas de radio de frecuencias desde 2,4 a 5 
GHz. 
Consta de dos partes: 
- El adaptador inalámbrico, que traduce los datos en forma de señal de radio y a 
través de una antena los transmite. 
- El rúter inalámbrico, que recibe la señal y la descodifica, y después por cable a 
través de Ethernet envía la información vía Internet a otros servidores. 
Este procedimiento puede pasar en ambas direcciones, ya que existe retro compatibilidad 
entre los adaptadores y los puntos de acceso. Así se puede transmitir de forma simultánea 
en dos bandas para mayor velocidad de transferencia de datos (véase la Fig. 10). 
 
Puerta de enlace CAN FD-WIFI basada en Arduino  Pág. 23 
 
 
Figura 10. Croquis del funcionamiento del WIFI. Fuente: [19] 
 
3.4. Protocolo SPI 
El Protocolo SPI (Serial Peripheral Interface) [20] es una interfaz de comunicación en serie 
síncrona utilizada en la comunicación de corta distancia. Es decir, es una pasarela que 
permite el intercambio de datos entre dispositivos dentro de una placa de circuito impreso 
(PCB). 
Tiene una arquitectura master-slave, donde el dispositivo principal (master) lee los datos de 
los dispositivos esclavos (slaves) y les escribe. Permite una comunicación full-duplex, que 
significa que tiene la capacidad de transmitir datos a la vez que recibe datos del mismo 
dispositivo. 
Consta de 4 cables/líneas/señales: 
- SCLK (Serial Clock), sincroniza la transmisión de datos entre dispositivos y hace la 
interfaz síncrona. 
- MOSI (Master Output Slave Input) es la salida de datos del dispositivo master. 
- MISO (Master Input Slave Output) es la entrada de datos del dispositivo master. 
- SS (Slave Select), permite al dispositivo master seleccionar entre los dispositivos 
slave para comunicarse. Hay tantos SS como dispositivos slave se comuniquen. 
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El SPI tiene 4 posibles modos de funcionamiento, siendo cada uno una combinación de los 
diferentes valores de CPOL (Clock Polarity) y CPHA (Clock Phase). Esta configuración 
permite más flexibilidad entre los dispositivos de comunicación. 
Las principales ventajas del protocolo SPI son el tamaño arbitrario de los mensajes y la 
simple interfaz de hardware. Por otro lado, solo soporta un dispositivo maestro y no hay un 
protocolo definido para verificar errores. 
 
Figura 11. Funcionamiento del Protocolo SPI. Fuente: [20] 
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4. Herramientas  
Para la realización de este proyecto se han necesitado tres placas para poder construir el 
dispositivo físico. Para programar el software es necesario el programa de Arduino con las 
librerías adecuadas para realizar las funciones que se requieren. Finalmente, para poder 
conectar los diferentes clientes, y que estos puedan leer la información de una manera 
correcta se ha utilizado el lenguaje de programación Python. 
 
4.1. Placas utilizadas 
4.1.1. WeMos D1 ESP8266 WIFI 
La placa ESP8266 WIFI (Fig.12) [11] ha sido toda una revelación en el mundo de la 
electrónica WIFI ya que se ha conseguido utilizar la plataforma Arduino para conectarse a 
la WIFI de una manera sencilla y sobretodo barata. 
 
Figura 12. WeMos D1 ESP8266 WIFI. Fuente: [11] 
Dicha placa está gobernada por un chip ESP8266 que es el que se encarga de realizar las 
tareas de procesamiento y de controlar el WIFI.  
Además, consta de 11 entradas y salidas digitales más una entrada analógica, un conector 
micro USB donde se conecta el cable que se enchufa al ordenador para programar la 
placa, tiene una distribución de pines tipo Arduino UNO, la velocidad del reloj puede ser de 
hasta 160 MHz y tiene una capacidad de memoria de programa de 4 Mbytes. 
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4.1.2. Arduino UNO click shield 
El Arduino UNO click shield (Fig.13) [21] es una extensión para conectar placas con 
Arduino UNO. Consta de dos conectores compatibles con MikroBUS, lo que permite 
conectar más de 75 tipos diferentes de placas de Arduino. 
 
Figura 13. Arduino UNO click shield. Fuente: [21] 
 
4.1.3. MCP2517FD click board 
El MCP2517FD click board (Fig.14) [22] está compuesto por el controlador de CAN FD 
MCP2517FD que fácilmente se conecta con los microcontroladores mediante el bus SPI. 
Por esta razón, un canal de CAN FD o de clásico CAN puede añadirse a un 
microcontrolador de forma barata y sencilla. 
También consta de un transceptor de alta velocidad de CAN llamado ATA6563, que crea 
una pasarela entre el controlador de CAN o el CAN FD y los dos cables físicos del bus 
CAN. Está diseñado para funcionar con una velocidad de hasta 5 Mbit/s. 
Para que todo sea posible de utilizar, el dispositivo tiene que tener un conector para 
enchufarlo al sistema de CAN FD del que se quiera recibir la información. Esta placa 
contiene un conector macho DB-9 estándar. 
Esta arquitectura hace que esta placa sea ideal para añadir conectividad de CAN FD a 
cualquier dispositivo. 
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Figura 14. MCP2517FD click board. Fuente: [22] 
 
4.2. Rúter WIFI 
Para la conexión a una red WIFI externa se utiliza un rúter comercial de bajo coste de la 
marca D-Link [23]. Básicamente, su función es proporcionar WIFI al dispositivo que envía 
los mensajes de CAN FD y a los clientes que reciben los datos. 
 
Figura 15. Rúter de WIFI. Fuente: propia 
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4.3. Maqueta de Bus CAN FD real 
Esta maqueta o demostrador consta de 3 nodos físicos de CAN FD, lo que permite generar 
mensajes de CAN FD de una manera real, es decir, la maqueta emula que es un sistema 
que funciona con este protocolo, como podría ser un coche. 
Como se puede observar en la Fig. 16, la maqueta consta de 3 placas. La primera es un 
Sniffer por cable. Básicamente, hace la misma función que el dispositivo desarrollado en 
este proyecto pero por cable USB y no por vía WIFI, es decir, el sistema recibe los 
mensajes de CAN FD reales y los envía al cliente, que está conectado mediante un cable. 
La segunda placa, denominada ECU 1, es el nodo de CAN FD que envía los mensajes con 
el identificador par. Finalmente, la tercera placa, denominada ECU 2, envía los mensajes 
de CAN FD con el identificador impar.  
Cada placa consta de 3 botones principales, el botón de RESET, esquina de abajo a la 
izquierda, que siempre se tiene que pulsar una vez conectada la maqueta al dispositivo, ya 
que sirve para inicializar las placas. El botón de baudrate, esquina de arriba a la izquierda, 
sirve para programar la velocidad del nodo, que debe ser igual a la de la puerta de enlace y 
el botón de START-STOP, sirve para iniciar o detener el intercambio de datos de CAN FD. 
 
 
Figura 16. Maqueta/demostrador de CAN FD real. Fuente: propia 
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4.4. Software 
Una vez descrita la parte del hardware del proyecto, se detallan los programas que se 
utilizan para desarrollar el software y que el dispositivo esté programado para que realice 
las funciones descritas anteriormente. Para esto, se utilizan dos programas principales: el 
Arduino IDE y el IDLE de Python. Además, para poder visualizar los archivos de las 
diferentes librerías se ha utilizado el uso del programa Notepad++ [24], que es un editor de 
notas. 
 
4.4.1. IDE de Arduino 
El IDE de Arduino [25] es una aplicación que sirve para editar códigos con lenguaje C++, 
compilarlos y subirlos a placas compatibles y así, que éstas realicen las funciones descritas 
en el programa. También sirve como constructor de interfaces gráficas. 
Hay muchas aplicaciones del Arduino y muchas placas diferentes que se pueden 
programar y depurar de esta manera. Es por esta razón por la que existen las opciones de 
gestión de librerías y de gestión de placas, que permiten descargarse las diferentes 
librerías según las funciones que se quieran programar y configurar las diferentes placas de 
una manera sencilla y rápida. 
 
4.4.1.1. Librerías 
Para que el dispositivo pueda recibir, procesar y enviar los mensajes de CAN FD en el 
Arduino son necesarias las siguientes librerías:  
- La librería ACAN2517FD, que sirve para poder realizar todas las funciones de 
simulación, recepción, procesamiento y envió de los datos mediante CAN FD. 
- La librería SPI, que sirve para configurar los pines de entrada y salida del dispositivo 
y transferir datos por dicho protocolo. 
- La librería ESP8266WiFi, que es necesaria para poder configurar el WIFI, para que 
el dispositivo sea capaz de conectarse a una red WIFI externa, para que pueda 
funcionar como Access Point y para que pueda enviar los mensajes de manera 
inalámbrica. 
- La librería WiFiClient, que es imprescindible para que los diferentes clientes se 
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puedan conectar mediante WIFI al sistema. 
- La librería ArduinoJson, que sirve para poder realizar los cambios de velocidades de 
transmisión que hace el cliente mediante los botones de la interface gráfica. 
 
4.4.1.2. Instalación del software y conexión del hardware 
Antes de conectar la placa ESP8266 son necesarias dos instalaciones, la del IDE de 
Arduino 1.8.9 a través de la página oficial de internet [26] y la del pluggin IDE para la placa. 
Esta última permite básicamente definir la placa dentro del IDE de Arduino mediante el 
gestor de tarjetas y seleccionar e instalar la correspondiente a la ESP8266 [27]. 
Seguidamente, se puede conectar la placa con un cable USB al ordenador y en el IDE 
Arduino seleccionar la placa correspondiente, que recibe el nombre de WeMos D1 R1 [11]. 
Después se instala la librería ACAN2517FD denominada CAN FD mode versión 1.1.6 
mediante el gestor de librerías del IDE de Arduino. 
Una vez todas las instalaciones y modificaciones correspondientes para que la placa 
ESP8266 funcione, ya se puede proceder a realizar los cambios y códigos pertinentes. En 
el caso de esta placa también se necesita conexión a la red de alimentación ya que, si no, 
todas las ejecuciones realizadas por el programa no funcionan, por la poca potencia que la 
placa recibe del ordenador. 
 
4.4.2. IDLE de Python 3.0 
El IDLE de Python es una aplicación que permite realizar la programación de códigos en el 
lenguaje Python 3.  
El lenguaje de programación Python 3 [36] es muy sencillo y tiene una gran variedad de 
funciones y de usos. La estructura, muy eficiente, intuitiva y de alto nivel, está orientada a la 
programación de objetos. En este proyecto se utiliza Python para codificar la conexión de 
los clientes al dispositivo y la programación de la interface gráfica. 
Como en el Arduino, Python 3 cuenta con una estructura de librerías que aumenta, ordena 
y facilita las diferentes funciones que se pueden programar con dicho lenguaje. 
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4.4.2.1. Librerías 
Para la conexión de los diferentes clientes al dispositivo de Arduino y la visualización de los 
datos de una manera ordenada y clara se utilizan las siguientes librerías:  
- La librería de Socket es la que permite la conexión del cliente con el dispositivo 
mediante WIFI. 
- La de Tkinter es la que permite programar la interface gráfica y que el cliente reciba 
los datos de CAN FD de una manera legible. 
- La de Time es la librería que permite configurar el tiempo de recepción de los 
mensajes y también la velocidad de refresco de los datos en la pantalla del cliente. 
- La de Json es igual que la descrita en el apartado 4.3.1.1 del Arduino. Sirve para 
modificar las velocidades de transmisión del CANFD de forma remota. 
 
4.4.2.2. Instalación IDLE de Python 3 
Los diferentes clientes que pueden conectarse a la puerta de enlace se han programado en 
Python 3.0. Como entorno de desarrollo se ha instalado el IDLE [28] en el ordenador. En 
dicha herramienta ya se pueden encontrar las librerías que se utilizan para que el 
dispositivo funcione, y por tanto no hay necesidad de instalar nada más. 
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5. Arquitectura del proyecto 
En definitiva, como se ha podido leer en el capítulo anterior la arquitectura del proyecto 
queda de la siguiente manera. 
Las tres placas se acoplan entre ellas creando el dispositivo (véase en Fig.17) que se ha 
diseñado en este trabajo, pudiendo realizar las funciones de recepción, procesamiento y 
envío de mensajes CAN FD y todos los controles y conexiones del WIFI. 
 
 
Figura 17. Dispositivo que hace de Puerta de enlace CAN FD-WIFI. Fuente: propia 
El sistema tiene cuatro posibles configuraciones: conexión a una red de WIFI externa con 
mensajes CAN FD emulados, conexión a una red de WIFI externa con mensajes CAN FD 
reales, dispositivo como Punto de Acceso a WIFI con mensajes CAN FD emulados y 
dispositivo como Punto de Acceso a WIFI con mensajes CAN FD reales. En el capítulo 7 se 
profundiza más sobre el funcionamiento de cada una de estas cuatro configuraciones 
posibles.  
Para las dos primeras configuraciones, es decir, para las que la conexión es a una red de 
WIFI externa se utiliza un rúter WIFI convencional, ya descrito en el apartado 4.2. 
Para las configuraciones en las que los mensajes CAN FD son reales, es necesaria la 
maqueta/demostrador explicada en el apartado 4.3.  
Como se puede observar en la Fig. 18, el sistema general consta del dispositivo conectado 
a la red doméstica y programado para generar él mismo los mensajes CAN FD, el rúter que 
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genera la red de WIFI externa y los clientes, que en este caso hay dos: el ordenador y el 
teléfono inteligente. Esta arquitectura es la que se utiliza para la configuración de conexión 
a una red de WIFI externa con mensajes CAN FD emulados. 
La configuración de dispositivo como Punto de Acceso a WIFI con mensajes de CAN FD 
emulados seria exactamente igual, pero se prescindiría del rúter, ya que la red de WIFI la 
proporciona el propio dispositivo o puerta de enlace. 
 
Figura 18. Arquitectura del proyecto con conexión a red de WIFI externa y mensajes de CAN FD emulados. 
Fuente: propia. 
En la Fig. 19 se presenta la arquitectura del proyecto para la configuración de conexión a 
red WIFI externa y mensajes CAN FD reales, donde el sistema general consta del 
dispositivo que funciona como puerta de enlace que está conectado a la maqueta que 
genera los mensajes CAN FD reales, el rúter que crea la red de WIFI externa  y dos 
clientes, el ordenador y el teléfono inteligente. 
La configuración de dispositivo como Punto de Acceso a WIFI con mensajes de CAN FD 
reales es exactamente igual excepto que el rúter no es necesario, porque es la puerta de 
enlace quien genera la red WIFI. 
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Figura 19. Arquitectura del proyecto con conexión a red WIFI externa y mensajes CAN FD reales. Fuente: 
propia. 
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6. Test y validación 
En este capítulo se explican los diferentes procedimientos que se pueden encontrar en el 
código de Arduino, como por ejemplo, la generación de los mensajes de CAN FD, la 
conexión a WIFI con sus dos posibles configuraciones,  conexión una red externa o como 
Punto de Acceso… También se comentan los problemas encontrados durante su 
construcción y la solución final encontrada si es que la tiene. 
 
6.1. Configuración de las entradas y salidas SPI 
Inicialmente, una vez conectadas las placas al Arduino para que funcione el programa, se 
deben identificar los diferentes pines del SPI. En este paso se usa un osciloscopio, que 
permite identificar las señales SPI que el programa de Arduino envía a las placas. 
 
6.1.1. Metodología 
Inicialmente, es necesario la definición, la utilidad y las diferentes entradas y salidas que 
constituyen el SPI. Como se puede leer en el apartado 3.4, el SPI es la pasarela que 
permite el intercambio de datos entre dispositivos dentro de una PCB. Está constituido por 
cuatro señales digitales: CLK, MISO, MOSI y Chip Select (CS). Además, se necesita el 
PINOUT de la placa utilizada para saber cuáles son los diferentes pines, como se puede 
observar en la Fig. 20. 
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Figura 20. PINOUT de la placa ESP8266. Fuente: [29] 
Es importante que en el programa de Arduino se identifique qué nomenclatura y en qué 
posición se encuentra los diferentes pines. Las posiciones del CLK, el MISO y el MOSI 
vienen configuradas por defecto en la librería oficial de SPI [14]. Pero la del Chip Select se 
define con la siguiente función static const byte MCP2517_CS  = Posición. 
Para verificar si las posiciones de los distintos pines del SPI están definidas correctamente 
se comprueba mediante el osciloscopio, con el montaje mostrado en la Fig. 21. Se ha de 
observar cuándo y qué tipo de impulsos eléctricos se recibe en los distintos pines, tal y 
como se muestra en la Fig. 22, donde se puede ver la visualización de los impulsos 
eléctricos que recibe el Chip Select en el osciloscopio. 
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Figura 21. Verificación de los pines del SPI mediante el osciloscopio. Fuente: propia. 
 
 
Figura 22. Imagen visualizada en el osciloscopio que verifica que el Chip Select se activa 
correctamente. Fuente: propia. 
 
 
6.1.2. Problemas encontrados 
El problema inicial que puede aparecer es que no aparezcan en el osciloscopio los pulsos 
digitales correspondientes. Esto puede ocurrir por tres razones.  
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La primera porque el SPI de la placa no funcione, hecho que se descarta utilizando la 
función writeRegisterSPI() en el programa de Arduino, función que se utiliza gracias a que 
se ha hecho pública modificando la librería ACAN2517. Con dicha función operativa, en el 
Monitor Serie del Arduino debe aparecer el número en hexadecimal que se le ha 
introducido a la función. Si aparece significa que el SPI funciona correctamente. 
También porque no esté bien identificada la posición de los diferentes pines o porque la 
nomenclatura utilizada no sea la correcta. Ambos problemas aparecen por la 
documentación ambigua y dispar que aparece en internet, hecho que hace que no se sepa 
qué nomenclatura hay que utilizar e induce el error de identificar la posición.  
Como se puede observar en la Fig. 23, el funcionamiento del SPI es correcto, ya que en el 
Monitor Serie se imprime el número que se le ha introducido a la función. Pero el programa 
no acaba de funcionar del todo bien porque hay un problema en la definición de la posición 
de la señal / pin del Chip Select. 
 
 
 
Figura 23. Error en la definición de la posición del Chip Select. Fuente: propia 
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6.1.3. Solución Final 
Finalmente, después de leer toda la documentación disponible, de realizar todas las 
pruebas de software y visualizar todas las señales en el osciloscopio de los diferentes 
pines que constituyen el SPI, es posible programar el código de Arduino correctamente, 
con las posiciones que se pueden observar en la Tabla 1. 
 
 
PIN del SPI Nomenclatura utilizada en 
el Arduino 
Nomenclatura utilizada en 
el PINOUT de la placa 
ESP8266 
SCK GPIO14 D5 
MOSI GPIO13 D7 
MISO GPIO12 D6 
CHIP SELECT GPIO2 D9 
Tabla 1. Nomenclatura utilizada para los diferentes pines del SPI. 
 
 
6.2. Mensajes CAN FD 
Los momentos en que se dispone de mensajes CAN FD reales son bastante escasos. Por 
dicha razón, se ha programado en el código de Arduino una función que emula el envío de 
mensajes CAN FD al dispositivo. 
Por lo tanto, el sistema puede recibir los mensajes CAN FD de dos maneras diferentes. La 
primera, por la emulación de mensajes de este tipo y la segunda, mediante una maqueta o 
demostrador que envía mensajes CAN FD reales. 
Para la lectura de mensajes CAN FD, ya sean reales o emulados, se utiliza la conocida 
técnica de consulta periódica o polling, mediante la llamada a la función can.poll() en el 
bucle loop del código de Arduino.   
Los mensajes CAN FD son enviados a los diferentes clientes que se conecten vía WIFI al 
dispositivo, pero el envío de mensajes por defecto está desactivado, ya se solo se activa 
cuando se conecta algún cliente. 
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6.2.1. Mensajes CAN FD emulados 
En el caso que se emulen los mensajes CAN FD, el dispositivo debe estar configurado en 
modo ExternalLoopBack, que permite recibir los mensajes CAN FD que el propio 
dispositivo envía, sin necesidad de disponer de una red de nodos CAN FD. 
 
6.2.1.1. Metodología 
Para verificar que los mensajes que el dispositivo recibe son de CAN FD se programa una 
función que realiza dicho trabajo.  
La función se llama EnviarCAN(). Inicialmente, se definen los mensajes del tipo CAN FD y 
se genera el frame1, que es el mensaje de CAN FD que recibe el dispositivo. Se programa 
de manera que tanto el identificador, la longitud y los datos sean aleatorios. El identificador 
se genera desde el valor 1 al 0x7FF (11 bits), la longitud del 0 a 15 y los datos del 0 a 255 
(8 bits). 
Seguidamente, se le pregunta al controlador de CANFD si se ha recibido un nuevo 
mensaje. En caso afirmativo, el dispositivo recibe el frame2, que es el mensaje que lee el 
sistema y debe ser idéntico al frame1. 
 
6.2.1.2. Problemas encontrados 
El problema principal se puede encontrar es que el frame1 y el frame2 no coincidan, es 
decir, que el mensaje que el dispositivo recibe no sea el mismo que envía.  
Por dicha razón, se valida el funcionamiento correcto del sistema programando el código de 
manera que se pueda visualizar el identificador, la longitud y los datos de ambas tramas de 
datos para comparar si el mensaje CAN FD que recibe el dispositivo es igual al que se 
envía. 
Como se puede visualizar en la Fig. 24, el código funciona perfectamente. 
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Figura 24. Comprobación de que el frame1 es igual al frame2. Fuente: propia 
 
6.2.1.3. Solución final 
En definitiva, el Arduino emula el envío de mensajes de CAN FD mediante la programación 
de la función EnviaCAN(). Como en el código del Arduino hay la opción de recibir los 
mensajes de CAN FD de forma simulada o real, si el código está con la configuración de 
emulador y la recepción del CAN FD está activada, el dispositivo recibirá los mensajes 
emulados y los enviará al cliente que esté conectado por WIFI con los parámetros que 
dicho cliente requiera. 
 
6.2.2. Mensajes CAN FD reales 
La premisa principal de este proyecto es que el dispositivo funcione y que sea capaz de 
recibir los mensajes CAN FD reales de una maqueta o demostrador y que después, los 
envíe al cliente conectado por WiFi que los requiera. 
 
6.2.2.1. Metodología 
El funcionamiento es el siguiente: la maqueta se conecta al dispositivo desarrollado en este 
proyecto mediante un conector hembra DB-9 estándar. Se resetean todas las placas con el 
botón correspondiente y la maqueta o demostrador ya está lista para funcionar. 
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Primeramente, se configura la puerta de enlace de manera que los mensajes CAN FD no 
sean emulados, sino que los reciba directamente de la red CAN FD de la maqueta. En este 
caso el dispositivo se configura en modo ListenOnly, que como su propio nombre indica, el 
dispositivo únicamente podrá leer los mensajes de CAN FD sin interferir directamente sobre 
la red (véase la Fig. 25) 
 
 
Figura 25. Monitor Serie del Arduino, donde se muestra la configuración del dispositivo antes del intercambio de 
mensajes CAN FD. Fuente: propia  
 
Seguidamente, se ejecuta el cliente y automáticamente el envío de mensajes CAN FD se 
activa. Se muestra la pantalla para recibir los mensajes, se pulsa el botón de START y se 
configura la velocidad a la que el cliente quiere recibir los mensajes de CAN FD. En el caso 
de que el cliente no muestre ninguna pantalla de configuración, no es posible escoger la 
velocidad y ésta se inicializa por defecto en el programa de Arduino (125 kbit/s + 1 Mbit/s). 
En la maqueta de demostración y mediante el botón de baudrate, es posible escoger la 
velocidad de transmisión del CAN FD, habiendo cuatro posibilidades diferentes (arbitration 
baudrate / data baudate): 125 kbit/s con 1 Mbit/s, 250 kbit/s con 2 Mbit/s, 500 kbit/s con 4 
Mbit/s y 1000 kbit/s con 8 Mbit/s. Estas velocidades de transmisión  se identifican según el 
número de parpadeos del LED de color azul del demostrador: un parpadeo es la primera 
velocidad, dos es la segunda y así, sucesivamente. Esta velocidad tiene que coincidir con la 
configurada anteriormente en la pantalla del cliente. Después, se aprieta el botón de 
START-STOP, para que el nodo CAN FD empiece a enviar los mensajes. Cada nodo 
enviará 100 mensajes CAN FD con identificadores y datos aleatorios, cada vez que se 
apriete el botón de START. Una vez enviados, se detiene automáticamente. Si el LED está 
de color verde significa que se están enviando los mensajes CAN FD. Por el contrario, si el 
LED se muestra de color rojo significa que ha parado. 
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Finalmente, los datos correspondientes a los mensajes CAN FD que el cliente recibe se 
muestran en pantalla, ya sea a través de la interface gráfica para el caso de la versión GUI 
o bien en la pantalla de depuración del IDLE de Python, si se utiliza la versión NO_GUI, tal 
y como muestran las Figs. 26 y 27. 
 
 
Figura 26. Los mensajes CAN FD con identificador impares recibidos en la GUI del cliente. Fuente: propia. 
 
Figura 27. Los mensajes CAN FD con identificador par recibidos en la GUI del cliente. Fuente: propia 
 
6.2.2.2. Problemas encontrados 
Teóricamente, el Sniffer de la maqueta no es necesario para este proyecto, ya que su 
función es la misma que el dispositivo diseñado solo que uno es por cable y el otro vía 
WIFI. Basándose en esta premisa, las primeras pruebas con la maqueta de nodos de CAN 
FD se realizan sin conectar el Sniffer por cable y el principal problema encontrado es que el 
cliente no recibe los 100 mensajes que los nodos están configurados para enviar, sino que 
se pierden alguno por el camino, tal y como se muestra en la Fig. 28, donde puede 
apreciarse que no se reciben los 100 mensajes sino que solamente 17. 
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Figura 28. Error de recepción de los 100 mensajes de CAN FD. Fuente: propia. 
 
A la conclusión que se llega es que el Sniffer de la maqueta y los cables sueltos que 
quedan al no conectarlo a nada interfieren en el intercambio de los datos. Es por eso que 
se conecta el tercer nodo a otro ordenador con la intención que también reciba los 
mensajes, pero estos no serán recibidos vía WIFI.  
Otro posible problema es que los mensajes que envía el dispositivo al cliente, cuando se 
aumenta la velocidad de transmisión de los datos, son recibidos muy lentamente. Este 
inconveniente tiene fácil solución. Simplemente, cuando se cambia la velocidad de 
transmisión, hay que dejarle tiempo al dispositivo para recibir la orden y aplicarla. Entonces, 
ya se ejecuta correctamente a cualquiera de las 4 velocidades de transmisión posibles. 
 
6.2.2.3. Solución final 
Aunque no es la intención principal del proyecto conectar un Sniffer por cable además del 
dispositivo inalámbrico, este hecho sirve para verificar que los mensajes de CAN FD y la 
conexión con el sistema por WIFI funciona correctamente y a una velocidad adecuada. 
Se prueban todas las velocidades posibles con cada nodo, el que utiliza identificadores 
pares y el que utiliza impares, siendo los resultados son satisfactorios. Como se puede 
observar en el archivo Datalog generado a partir de los experimentos, (véase en las Figs. 
29, 30, 31, 32) la maqueta envía 100 mensajes CAN FD 
correctamente.
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Figura 29. Los últimos mensajes CAN FD recibidos a una velocidad de 125 kbit/s con el nodo impar. Fuente: 
propia. 
 
Figura 30. Los últimos mensajes CAN FD recibidos a una velocidad de 250 kbit/s con el nodo par. Fuente: 
propia. 
 
Figura 31. Los últimos mensajes CAN FD recibidos a una velocidad de 500 kbit/s con el nodo impar. Fuente: 
propia. 
 
Figura 32. Los últimos mensajes CAN FD recibidos a una velocidad de 1 Mbit/s con el nodo par. Fuente: propia 
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6.3. Conexión vía WIFI 
Una vez recibidos los mensajes de CAN FD, el dispositivo los envía vía WIFI a los clientes 
que se conecten al sistema de manera inalámbrica [30]. 
Para dicha función, hay dos maneras de conseguirlo. La primera es que tanto el dispositivo 
como los clientes se conecten a una red WIFI externa y que dicha red sirva de puente entre 
ambos. La segunda se basa en que el propio dispositivo se configure mediante el Arduino 
como Punto de Acceso y de esta manera, no se dependa de ninguna red WIFI externa y se 
puede utilizar con facilidad en la mayoría de lugares. 
 
6.3.1. Conexión a una red WIFI externa 
El método de conexión a una red WIFI externa tiene un planteamiento más sencillo que la 
metodología del Punto de Acceso, pero también requiere que siempre esté disponible una 
red WIFI externa a la que tanto el dispositivo como los clientes se conecten para que el 
sistema funcione. 
 
6.3.1.1. Metodología 
Para que la conexión a una red WIFI externa funcione en el código de Arduino se debe 
definir el nombre de la red (SSID) y contraseña a la cual tanto el dispositivo como los 
clientes se conectarán, así como el puerto, que en este caso siempre es el 80.  
Dentro de la función de configuración del Arduino setup() se inicializa la conexión a la red 
WIFI, se configura el dispositivo como estación WiFi con la función WiFi.mode(WIFI_STA), 
con WiFi.begin(SSID, contraseña) se introduce el nombre de la red y su contraseña. Se 
programa que la dirección IP de la red WIFI se visualice en el Monitor Serie del Arduino, 
una vez se ejecute el programa. Este paso es muy importante, ya que esta dirección IP 
debe introducirse en el código Python del cliente para que se la puerta de enlace y el 
cliente puedan comunicarse y así recibir los mensajes de manera inalámbrica. 
En el bucle principal del Arduino loop() se pregunta mediante una sentencia del tipo if si hay 
un cliente conectado. En caso afirmativo, el Arduino empieza a recorrer una lista de clientes 
de la clase WiFiClient, con una capacidad de un máximo de 4 clientes conectados al mismo 
tiempo, ya que es la configuración por defecto de la placa ESP8266. Esta lista se crea y 
actualiza de forma periódica cada vez que se recibe unos mensajes CAN FD.  
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Mediante dos bucles del tipo for se recorre toda la lista mencionada anteriormente. Un 
bucle for pregunta si el estado del cliente es 0 y el otro si es 4. Si es 0 significa que dicha 
posición de la lista está disponible para que se conecte un cliente nuevo, y si el estado de la 
posición de la lista es 4 significa que dicho puesto está ocupado por un cliente. Entonces, 
se actualiza un contador definido fuera del setup(), que sirve para mantener la cuenta de 
cuántos clientes hay conectados en cada preciso momento. 
Además de toda la programación que requiere el dispositivo mediante el código de Arduino 
se programa un código en Python que permita a los clientes conectarse. En dicho código 
Python. Mediante la librería socket, es donde se define la dirección IP y el puerto del 
servidor. Lo que se consigue es que el cliente se conecte correctamente a la misma red 
WIFI externa que el dispositivo mediante la misma dirección IP y que reciba los mensajes 
que el sistema le envía, tal y como se puede observar en la Fig. 33. 
Cada cliente conectado recibe los mensajes CAN FD que el dispositivo les envía de las dos 
posibles maneras que se mencionan en el apartado 5.2. 
 
Figura 33. Código Python de un cliente y funcionamiento de la conexión a una red WIFI externa. Fuente: propia. 
 
6.3.1.2. Problemas encontrados 
Lo primero que hay que tener en cuentas es la compatibilidad de la red WIFI externa con el 
dispositivo. En el caso de este proyecto juega una parte bastante importante, ya que las 
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pruebas se realizan en el edificio de la ETSEIB y hay muchas redes WIFI que pueden 
hacer interferencias.  
Cuando se realizan las pruebas del sistema con la red WIFI externa la conexión con la red 
de la universidad (EDUROAM) con el ordenador, que es el principal cliente, es correcta. Sin 
embargo, en el momento de conectar el dispositivo a la red EDUROAM, éste no funciona. 
Como alternativa a conectar el cliente y el dispositivo a la red WIFI de la escuela, se prueba 
crear un punto de acceso mediante un teléfono inteligente, pero dicho montaje solo 
funciona para conectar el cliente. Una vez más, la conexión de la puerta de enlace a la red 
WiFi creada por el teléfono inteligente no funciona. 
Cuando se realizan las pruebas en casa, con una red WIFI externa estándar, es decir no 
pública, el sistema funciona perfectamente, siendo posible conectar más de un cliente a la 
vez y que estos reciban vía WIFI los diferentes mensajes CAN FD. 
 
6.3.1.3. Solución final 
Para solventar el problema encontrado en la escuela, se adquiere un rúter que crea una red 
de WIFI externa funcional. 
En definitiva, tanto el dispositivo como los clientes deben estar conectados en la misma red 
WIFI externa para que sea posible el intercambio de mensajes CAN FD entre ellos. 
Periódicamente, el dispositivo va comprobando si se conecta algún cliente nuevo y envía 
los mensajes CAN FD recibidos a los clientes que están conectados. 
Como se puede observar en la Fig. 34, es posible la conexión simultánea de varios clientes 
al dispositivo y que éstos reciban los mensajes correctamente. 
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Figura 34. Validación de la conexión simultanea de dos clientes y la recepción de mensajes. Fuente: propia 
 
6.3.2. Configuración del dispositivo como Punto de Acceso. 
La idea principal es que el dispositivo o puerta de enlace desarrollada sea totalmente 
independiente de las condiciones externas para que su funcionamiento sea posible. Para 
conseguir dicho objetivo se configura el sistema como Punto de Acceso WIFI, es decir, que 
el dispositivo actúa como el rúter de una conexión WIFI, así que no es necesaria una red 
de WIFI externa. 
 
6.3.2.1. Metodología  
Para que el dispositivo funcione como Punto de Acceso, al igual que cuando se utiliza una 
red WIFI externa, se define un nombre (SSID) y una contraseña para la nueva red creada. 
Dentro del setup() se definen todos los parámetros necesarios para que el dispositivo 
funcione como un Punto de Acceso con la función WiFi.softAP(SSID, contraseña) y con 
IPAddress myIP=WiFi.softAPIP() se obtiene la dirección IP, que como se ha descrito en 
párrafos anteriores, es muy importante para la conexión de los clientes.  
El código Arduino que se programa dentro del loop() y el código Python de cada cliente  es 
exactamente el mismo que se ha mencionado en el apartado 5.3.1.1. La única diferencia es 
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la conexión dispositivo-clientes, ya que los clientes, cuando quieran recibir los mensajes 
CAN FD que el sistema les envía, deberán estar conectados a la nueva red WIFI que crea 
el dispositivo mediante el programa de Arduino, y vía la dirección IP generada 
automáticamente. 
Para que este procedimiento se pueda llevar a cabo la puerta de enlace tiene que estar 
alimentada mediante una fuente de alimentación externa o batería, porque no hay 
suficiente potencia para que funcione con el cable USB. 
 
6.3.2.2. Problemas encontrados 
En este apartado es posible encontrar bastantes errores, alguno fácil de solventar, como 
puede ser una mala codificación o algunos errores en las llaves del Arduino, y otros, no tan 
fáciles de arreglar. 
Los problemas básicamente aparecen en la recepción y visualización de mensajes en 
pantalla. Por ejemplo, en el programa Python, cuando se conecta el cliente, se ejecuta un 
bucle infinito de recepción de mensajes CAN FD. La ventana de Python imprime todo el 
rato b’’, que significa que el cliente no está recibiendo mensajes. Esto es debido a la 
función de Python sock.recv(69), que tiene un timeout y si no recibe un mensajes devuelve 
mensaje vacío. Hay que tener en cuenta el timeout de las funciones, porque si se envían 
demasiados bytes no imprime en la ventana de Python, ya que hasta que recibe un 
mensaje ya ha pasado el tiempo de timeout. Una vez solventado este problema se 
programa el Python para que en su ventana se visualicen los mensajes en código 
hexadecimal, como se observa en la Fig. 35. 
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Figura 35. Visualización de los mensajes recibidos del cliente en hexadecimal. Fuente: propia. 
 
Otra posible fuente de error pueda estar en el mecanismo para saber si hay algún nuevo 
cliente conectado, en qué parte de la lista de clientes hay que ubicarlo y cómo recibir los 
mensajes CAN FD correctamente. Si no se programan correctamente los tres pasos 
anteriores ocurre lo se muestra en la Fig. 36, en la que puede observarse que el cliente 
consigue conectarse a la red WIFI creada por el dispositivo pero no recibe nada de lo que 
éste le envía. Para solucionar este problema, primero hay que preguntar al Arduino si existe 
el cliente antes de preguntar si este está conectado. 
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Figura 36. El cliente no está recibiendo ningún mensaje que le envía el dispositivo. Fuente: propia. 
 
Además, si se quiere llevar la cuenta de cuantos clientes hay conectados en este mismo 
instante, es posible que ocurra el error de la Fig. 37. Esto pasa porque en el código la lista 
de clientes conectados empieza por 0 y el programa interpreta que cada vez que no se 
conecta un cliente se desconecta uno, aunque esto no sea cierto, y por lo tanto, por cada 
segundo que comprueba si hay algún cliente conectado y no hay, resta 1 a la lista de 
conectados y como se ha inicializado en 0, cuando le resta uno va al 255, que es el valor 
máximo otorgado, y así sucesivamente. 
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Figura 37. Sumatorio erróneo de clientes contactados en un preciso momento. Fuente: propia. 
 
Finalmente, el problema más importante que se puede encontrar y que en este proyecto no 
se ha podido solventar es uno muy parecido al comentado en el apartado 5.3.1.2.  
Primeramente, una vez se tiene el código correctamente programado, cuando se ejecuta el 
sistema en la ETSEIB, éste es capaz de enviar el primero y como mucho el segundo 
mensaje de CAN FD al cliente conectado, pero una vez enviados estos mensajes, la 
conexión se corta y no se puede volver a conectar a no ser que se reinicie el programa, tal 
y como se muestra en la Fig. 38.  
Seguidamente, el mismo código se prueba en un lugar donde no haya la red WIFI 
EDUROAM y el programa funciona correctamente, con tantos clientes como sea desee. 
Aunque no se necesite la conexión a la red WIFI de la escuela, ésta sigue haciendo 
interferencias con la red inalámbrica creada a partir del dispositivo en modo Access Point. 
Para intentar arreglar el problema, con el programa WireShark [31] (Fig. 39) y un 
Analizador de Redes WIFI [32] se identifica si la red WIFI del dispositivo se propaga por el 
mismo canal que la red de EDUROAM, que es mucho más intensa y éstas se solapan 
haciendo que la señal del sistema se vea muy reducida. Una vez conocidos los canales, 
por el código del Arduino se cambia el canal de propagación de la red de WIFI del sistema. 
Cuando se realiza el cambio y se ejecuta el programa otra vez, sigue pasando exactamente 
lo mismo. Por lo tanto, el problema sigue sin estar resuelto. 
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Figura 38. Corte en la conexión después de enviar los dos primero mensajes al cliente. Fuente: propia. 
 
Figura 39. WireShark. Fuente: propia. 
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6.3.2.3. Solución final 
La solución final a este grave problema es consultar a un experto que pueda dar una 
explicación por la cual existen dichas interferencias ya que, probando el sistema tanto en el 
Campus Sud de la UPC como en el Campus de Terrassa, el problema es el mismo. 
Una vez resueltos los errores que se pueden solventar, la solución más sencilla es realizar 
las pruebas fuera de la ESTEIB, en un lugar donde no haya interferencias con la red de 
WIFI EDUROAM. Como se puede ver en la Fig. 40, el programa funciona a la perfección, 
incluso conectando 3 clientes diferentes. 
 
 
Figura 40. Conexión de 3 clientes simultáneamente. Fuente: propia. 
 
6.4. Utilización de Json 
En este proyecto, aparte de que el dispositivo o puerta de enlace envíe los mensajes a los 
diferentes clientes, éstos pueden seleccionar la velocidad de transmisión o baudrate del 
CAN FD, tanto en la parte de arbitración (arbitration baudrate) como en la parte de datos 
(data baudrate).  
Tal y como se ha mencionado anteriormente, el demostrador únicamente se puede 
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configurar con cuatro tasas de transmisión diferentes: 125 kbit/s con 1 Mbit/s, 250 kbit/s 
con 2 Mbit/s, 500 kbit/s con 4 Mbit/s y 1000 kbit/s con 8 Mbit/s. Además, el cliente, 
mediante un botón de START/STOP, puede decidir cuándo conectarse/desconectarse de 
la puerta de enlace. 
Para que el cambio de la velocidad de transmisión sea sencilla se propone en este proyecto 
el uso del formato estandarizado Json [14], formato de texto sencillo para el intercambio de 
datos.  
 
6.4.1. Metodología  
Para que el cliente pueda cambiar la velocidad de transmisión del CAN FD se procede a 
programar el Arduino. 
Inicialmente, se definen dos variables para cada una de las dos velocidades que se pueden 
combinar, baudrateq para la Arbitration Baudrate y databitrate para la Data Baudrate.  
Seguidamente, se crean dos funciones para diferenciar cada magnitud que puede adoptar 
cada una de las velocidades con los nombres findarbitrationbaudrate(const char* s) y 
finddatabaudrate(const char* s).  
Finalmente, dentro del loop() se procede a programar todo el código que permite 
decodificar los mensajes de configuración enviados por los clientes y modificar, si es 
necesario, la velocidad de transmisión del CAN FD. Para dicha función, el sistema ha de 
detectar si el cliente ha enviado al dispositivo algún cambio y luego mediante dos funciones 
switch, una para cada tipo de velocidad, se separan en diferentes casos, que son las 
diferentes opciones que pueden adoptar velocidad de transmisión. Entonces, si el cliente 
requiere un cambio de velocidad modifica el valor que quiere cambiar y el programa de 
Arduino cambia su variable y sigue enviando los mensajes de CAN FD.  
El cliente tiene la posibilidad de conectarse y desconectarse de la puerta de enlace. 
 
6.4.2. Problemas encontrados 
Como se ha mencionado con anterioridad, los problemas encontrados pueden ser por 
algún error de código o de incompatibilidad del sistema. 
Para la configuración de Json también hay de ambos tipos. El principal problema 
encontrado es que cuando se cambian una de las dos velocidades en el Arduino no se 
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modifica de verdad.  Por tanto, los mensajes siguen siendo enviados y recibidos a la misma 
velocidad y no con la nueva. Esto básicamente es un error de código, ya que el problema 
está en cómo se declara la variable de cada velocidad en cada uno de los diferentes casos. 
Como se puede observar en la Fig. 41, la programación de los diferentes casos es errónea. 
Por eso el programa cuando se ejecuta, no entra en los diferentes casos. En consecuencia, 
no se modifica la velocidad a gusto del cliente. 
 
 
Figura 41. Error de código de la configuración de Json. Fuente: propia. 
 
El otro tipo de error ya es más complicado de solucionar, ya que ambas velocidades se 
pueden cambiar en hasta 8 magnitudes diferentes, pero no todas las combinaciones son 
compatibles entre ellas. Por esta razón, cuando se realiza una combinación que no es 
posible, el dispositivo se bloquea y hay que resetearlo a posteriori. Por lo tanto, hay que 
dejar muy claro al cliente cuáles son las combinaciones de Arbitration Baudrate y Data 
Baudrate que funcionan correctamente, que son las 4 combinaciones mencionadas en el 
párrafo introductorio en el apartado 5.4. 
Por lo que respecta al botón START-STOP, también es posible encontrarse con algún 
error. El principal es que se pueda realizar un START y un STOP pero luego ya no se 
pueda volver a empezar el intercambio de datos, ya que el dispositivo se bloquea y sale 
como un error del sistema. Para que vuelva a funcionar hay que resetear la placa 
desconectándola de la fuente de alimentación o programando en el código de Arduino que 
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cuando el envío de mensajes de CAN FD esté parado, que se resetee la placa con la 
función can.reset2517FD(). 
 
6.4.3. Solución final 
Finalmente, gracias a la configuración de Json es posible que el cliente reciba los mensajes 
de CAN FD a la velocidad deseada y que pueda empezar el intercambio de datos y pararlo 
en el momento más oportuno.  
Es posible que se haga mediante una pantalla de visualización, donde se pueden ver los 
diferentes botones para cambiar los parámetros (versión GUI) o que se pueda ver por la 
ventana del depurador de Python (versión NO GUI). 
 
6.5. Interface Gráfica 
La presentación de los datos es esencial para que el cliente pueda entender y conocer qué 
mensajes CAN FD está recibiendo. Es por eso que se han realizado dos versiones para 
presentar los datos, una con una ventana de texto donde se presentan los mensajes de 
CAN FD y otra sin ella, pudiéndose ver los mensajes en la pantalla del depurador de 
Python. 
Como se puede ver en la Fig. 42, ambas configuraciones son posibles: en el ordenador se 
muestra la versión Python GUI y en el teléfono inteligente la versión Python NO GUI. 
Puerta de enlace CAN FD-WIFI basada en Arduino  Pág. 59 
 
 
Figura 42. Presentación de las dos posibles visualizaciones de los mensajes CAN FD. Fuente: propia. 
 
6.5.1. Configuración NO GUI 
La versión de cliente Python NO GUI significa que no existe interface gráfica, simplemente 
se ejecuta el código de Python y los mensajes de CAN FD que recibe el cliente son 
mostrados directamente en la ventana del depurador de Python.  
Los mensajes son recibidos desde el primer momento y no se para de recibirlos hasta que 
se deja de ejecutar el código de Python, es decir, que el cliente no puede decidir en qué 
momento recibe los mensajes de CAN FD, sino que el dispositivo los envía directamente y 
sin parar. Además, con esta configuración para la visualización de datos, no hay la 
posibilidad de modificar parámetros. Por lo tanto, la velocidad de transmisión será la 
estipulada inicialmente en el programa de Arduino. 
Este procedimiento sirve para verificar si se reciben los mensajes correctamente y para 
realizar pruebas simples sin necesidad de conectar un ordenador. Simplemente, un 
dispositivo de Android funciona con la aplicación de Python descargada y se conecta al 
dispositivo para recibir los mensajes CAN FD sin ningún problema. 
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6.5.2. Configuración GUI 
En la configuración GUI los datos se presentan de manera que se pueden visualizar en una 
ventana de texto, tal y como se muestra en la Fig. 43. Dicha presentación se realiza 
mediante un código de Python utilizando el módulo Tkinter [33].  
En la interface gráfica se pueden encontrar los diferentes botones que permiten cambiar las 
velocidades de transmisión del CAN FD, el botón de START-STOP y el botón de Clear 
Screen.  
 
 
Figura 43.. Visualización de los datos CAN FD que recibe el cliente. Fuente: propia. 
 
La presentación de los datos está programada de manera que se visualiza el tiempo en que 
se envía el mensaje de CAN FD, seguido por los bits del identificador y de la longitud de los 
datos, es decir, cuantos bytes corresponden al mensaje de ese instante. Finalmente, se 
presentan los datos de manera que se separan en 64 columnas (00-63), tal y como se 
muestra en la Fig. 44. Así, el cliente conectado puede visualizar los datos recibidos de una 
manera clara y muy intuitiva. 
 
 
Figura 44. Estructura de los datos. Fuente: propia. 
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En el caso del cambio de parámetros, primeramente, se pueden visualizar los botones de 
cambio de velocidad, mencionados en el capítulo 6.4. Seguidamente, se presenta el botón 
para decidir cuándo se quiere iniciar el intercambio de datos clicando el botón de START, 
que una vez pulsado se convierte en un botón de STOP. Y para acabar, cuándo se quiere 
finalizar la recepción de mensajes de CAN FD apretando el botón de STOP, que una vez 
pulsado se convierte en un botón de START. Finalmente, el botón de Clear Screen, que 
sirve para borrar todos los mensajes ya recibidos y volver a tener la pantalla limpia, tal  y 
como se muestra en la Fig. 45. 
 
 
Figura 45. Botones de cambio de parámetros. Fuente: propia. 
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7. Modos de Funcionamiento  
Después de la explicación en el capítulo anterior sobre los sistemas que constituyen este 
proyecto, en este capítulo se explica cuáles son los diferentes modos de funcionamiento de 
la puerta de enlace diseñada. 
A groso modo el funcionamiento general del dispositivo es el que se muestra en la Fig. 46. 
Donde se puede ver las dos configuraciones de mensajes CAN FD con las que puede 
funcionar el dispositivo y cómo funciona el sistema según si un cliente está conectado, se 
acaba de conectar o de desconectar. Añadiendo que tanto el dispositivo como los clientes 
están conectados, o bien a una red WIFI externa o el sistema actúa como Punto de 
Acceso. 
 
 
Figura 46. Funcionamiento general del dispositivo. Fuente: propia. 
 
7.1. Conexión a una red WIFI externa con Mensajes CAN FD 
emulados 
Es el propio dispositivo desarrollado que, mediante el programa de Arduino, emula los 
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mensajes de CAN FD que después enviará al cliente o clientes que se conecten. Los 
mensajes CAN FD son enviados y recibidos utilizando el conocido modo “Loopbackmode” 
[10], que permite realizar pruebas de CANFD sin necesidad de disponer de una red 
completa de nodos CAN FD. 
Para que las comunicaciones WIFI funcionen correctamente, el dispositivo funcionará en 
modo servidor y el cliente o clientes deberán estar conectados a la misma red de WIFI 
externa. Esto también facilita que el cliente o clientes conectados puedan enviar al servidor 
los diferentes cambios en los parámetros del controlador de  CAN FD, como por ejemplo la 
tasa de bits o baudrate. 
Se puede observar en el diagrama de bloques de la Fig. 47, el funcionamiento descrito en 
este apartado. 
 
Figura 47. Funcionamiento del sistema. Fuente: propia 
 
7.2. Conexión a una red WIFI externa con Mensajes  CAN FD 
reales 
El dispositivo desarrollado también puede recibir los mensajes de CAN FD si se conecta a 
una red de nodos CAN FD y trabajando como servidor, puede enviar dichos datos al cliente 
o clientes cuando éstos se conecten vía WIFI y que los clientes puedan hacer los cambios 
oportunos en los parámetros del intercambio de datos. Eso sí, tanto el dispositivo como los 
clientes deben estar conectados en la misma red WIFI externa. 
Para dicho modo de funcionamiento, es necesario que el controlador de CANFD del 
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dispositivo desarrollado esté configurado en modo CAN FD Listen Only [10].  
Para demostrar el funcionamiento de este modo, se ha utilizado una maqueta / 
demostrador que contiene un total de 3 nodos CAN FD basados en microcontroladores 
NXP de 32 bits explicado en el apartado 4.3. 
Se puede observar en el diagrama de bloques de la Fig. 48, el funcionamiento descrito en 
este apartado. 
 
Figura 48. Funcionamiento del sistema. Fuente: propia. 
 
 
7.3. Dispositivo como Punto de Acceso a WIFI con Mensajes 
CAN FD emulados 
Como se ha mencionado anteriormente, el dispositivo puede adoptar el papel de rúter de la 
red WIFI en modo Access Point [12], es decir, que puede generar su propia red inalámbrica 
y así que no sea necesario el uso de una red de WIFI externa. El sistema puede emular los 
mensajes de CAN FD que envía al cliente o clientes que se conectarán y podrán variar los 
parámetros del controlador de CANFD. Todo este procedimiento no será posible si el 
cliente o los clientes no están conectados a la red de WIFI que genera el propio dispositivo. 
Se puede observar en el diagrama de bloques de la Fig. 49, el funcionamiento descrito en 
este apartado. 
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Figura 49. Funcionamiento del sistema. Funte: propia. 
 
7.4. Dispositivo con Punto de Acceso a WIFI con Mensajes  
CAN FD reales 
La última combinación posible es que el dispositivo genere su propia red WIFI (modo 
Access Point) y que reciba los mensajes de CAN FD de una red CANFD Además, dichos 
mensajes CANFD leídos, se envían al cliente o clientes conectados a la misma red 
inalámbrica que genera el sistema, pudiendo los clientes modificar los datos de 
configuración del controlador de CANFD.  
Se puede observar en el diagrama de bloques de la Fig. 50, el funcionamiento descrito en 
este apartado. 
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Figura 50. Funcionamiento del sistema. Fuente: propia. 
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8. Impacto medioambiental 
Como se ha mencionada en varias ocasiones en este proyecto, en los últimos años la 
comunicación entre centralitas de los automóviles es un campo en el cual se está 
evolucionando muy favorablemente y a velocidades estrepitosas.  
Por esta razón el nuevo protocolo de comunicaciones CAN FD es superior al clásico CAN, 
ya que proporciona un intercambio de datos mucho más eficientes y rápidos, facilitando la 
comunicación entre centralitas. Está previsto que el CAN FD sustituya al CAN de forma 
paulatina en las generaciones de los próximos vehículos que salgan al mercado a partir del 
2020.  
Utilizar WIFI para comunicarse entre dispositivos supone un ahorro en espacio y material 
que conlleva no tener cables de comunicaciones. También es más eficiente, ya que no se 
precisa de ningún elemento para la propagación de la información. Todos estos detalles 
concluyen en un ahorro monetario en material muy elevado y en la reducción de horas 
necesarias para realizar las comunicaciones vía WIFI. 
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9. Planificación 
El Trabajo Final de Grado TFG de Ingeniería en Tecnologías Industriales constituye 12 
créditos ECTS, correspondiendo cada crédito a unas 25 horas de trabajo 
aproximadamente. Por ello son necesarias 300 horas para la realización de este proyecto, 
las cuales se reparten en los diferentes procedimientos que conlleva la ejecución del 
mismo, desde la documentación hasta la redacción de la memoria. 
En la creación de la Puerta de enlace CAN FD-WIFI basada en Arduino se realizan, 
aproximadamente, unas 20 horas de documentación de toda la teoría sobre el CAN, CAN 
FD, WIFI, Arduino… Unas 10 horas en poner a punto el IDE de Arduino, instalando el 
programa, el driver de la placa, conectando y configurando la placa al ordenador e 
instalando las librerías necesarias y modificándolas para que funcione el dispositivo. 
Una vez el entorno de desarrollo para empezar a codificar la puerta de enlace ya está listo 
y ya se tienen nociones teóricas de los que se va realizar, es el momento de empezar a 
hacer las pruebas oportunas para la creación del proyecto. 
Inicialmente, para configurar el SPI para hacer las primeras pruebas con el CAN FD 
emulado se necesitan unas 30 horas, teniendo en cuenta las horas que se han utilizado 
para corregir los errores encontrados.  
Una vez el CAN FD emulado funciona, se empiezan a realizar los test con el WIFI en modo 
Station y en modo Access Point del dispositivo, empleando alrededor de 50 horas.  
Cuando ya se han realizado los primeros test y la verificación de la recepción y el envío de 
los mensajes de CAN FD y que los diferentes modos de WIFI funcionan, se empieza a 
realizar el código definitivo para el funcionamiento del sistema. Para dicho procedimiento se 
necesitan unas 80 horas, de las cuales se utilizan unas 20 horas para intentar solucionar el 
problema mencionado en el apartado 6.3.2, las interferencias entre el WIFI del dispositivo y 
la red inalámbrica EDUROAM de la ETSEIB.  
En total, para la realización de la parte práctica del proyecto se necesitan unas 200 horas 
aproximadamente, y las 100 horas restantes se utilizan para redactar la memoria con toda 
la documentación, las pruebas, las soluciones finales, las conclusiones…y la preparación 
de la defensa del proyecto. 
En la Fig.51 se muestra la gráfica de la distribución de las horas para realizar este proyecto. 
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Figura 51. Distribución de las horas empleadas para la realización del proyecto. Fuente: propia. 
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10. Presupuesto 
Es muy importante para la realización de un trabajo de estas magnitudes hacer una 
estimación aproximada del coste económico del proyecto. 
En este caso hay que tener en cuenta los diferentes materiales que se utilizan, ya sean las 
placas utilizadas o el rúter, las amortizaciones de los dispositivos que son necesarios, como 
por ejemplo, el ordenador  y el coste de las licencias de los programas utilizados también 
se contabilizan, pero en este caso todos los programas utilizados eran de descarga 
gratuita.  A más a más, hay que  tener en  cuenta las horas precisas para la realización del 
sistema por parte de los expertos. 
 
Material Coste [€] 
WeMos D1 ESP8266 WIFI 18,03  
Arduino UNO click shield 7,40  
MCP2517FD click board 27,27 
D-Link Wireless 24,74  
Total 77,44 € 
Tabla 2. Precios correspondientes a los sistemas utilizados. Fuente: [34] [35] [23] 
 
 
Persona experta Coste [€/h] Horas trabajadas [h] 
Ingeniero  40  300  
Total 12000 €  
Tabla 3. Coste del trabajo realizado por personal experto. Fuente: propia 
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Dispositivo Coste Total 
[€] 
Amortización 
[%/año]  
Tiempo utilizado 
[mes] 
Ordenador (HP Pavilion) 245  33 6 
Total 40,43€   
Tabla 4. Coste de amortización del ordenador. Fuente: [36] [37] 
 
Finalmente, sale un presupuesto aproximado, sumando los totales de las tablas anteriores, 
de 12.117,87 € para las 300 horas necesarias para de desarrollo de la puerta de enlace 
CAN FD- WIFI basada en Arduino. 
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11. Conclusiones 
Como conclusión se puede afirmar que la creación del dispositivo bautizado como puerta 
de enlace CAN FD-WIFI basada en Arduino ha sido un éxito. Aun no teniendo resuelto el 
problema con el WIFI de la ESTEIB (EDUROAM), el dispositivo funciona correctamente, ya 
que es capaz de simular o recibir, procesar y enviar mensajes de protocolo CAN FD 
mediante WIFI al cliente o clientes que estén conectados, y que dichos clientes puedan 
escoger la velocidad de transmisión a la que quieren recibir los mensajes y en qué 
momento los quieren recibir y dejar de recibir. 
En definitiva, el objetivo principal del proyecto se ha conseguido, pudiendo crear un 
dispositivo con Arduino programado con lenguaje C++ y clientes programados con Python 
3.0 habiendo profundizado en el aprendizaje de ambos lenguajes de programación. Y se 
pueden conectar entre ellos e intercambiarse los mensajes de CAN FD mediante una red 
de WIFI. 
Obviamente, el desarrollo y mejora del dispositivo no acaba aquí, ya que hay muchas 
opciones para el futuro, porque es un sistema aún muy nuevo, que en el mundo de la 
automoción está evolucionando mucho y muy rápido, pero aún tiene mucho camino por 
recorres. 
Como ideas para un futuro cercano sería posible programar una aplicación para el 
Smartphone donde se pueda recibir los mensajes de CAN FD en una interface gráfica que 
los presentase de una manera ordenada, simple y que como se ha mencionado en el 
apartado 6.5.2, se pueda escoger la velocidad de transmisión a la que quiere recibir los 
datos de CAN FD, ya que actualmente el Smartphone recibe los mensajes en el momento 
que se ejecuta el programa mediante la aplicación de Python para móvil, sin poder decidir a 
qué velocidad se transmiten y de una manera poco ordenada e intuitiva. 
También se podría probar de introducir filtros y máscaras a los mensajes CAN FD, es decir 
que el cliente pueda decir qué mensajes quiere recibir o de que tipología.  Finalmente, una 
última idea para mejorar este proyecto sería que los mensajes de CAN FD, en lugar de ser 
leídos por consulta periódica o polling, pudiesen ser capturados mediante interrupciones.
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