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komponent . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 61
5.4 Upravljanje z dogodki, izvedba API zahtev in upodobitev se-
znamov . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 76
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Povzetek
Naslov: Razvoj aplikacij z ogrodjema ReactJS in React Native
Avtor: Jan Ivanović
Uporabnǐski vmesnik spletnih kot tudi mobilnih aplikacij mora biti dobro
zasnovan, odziven ter dinamičen. Ravno zato je bilo za njegovo implementa-
cijo do danes razvitih veliko število orodij. Za ta namen smo v diplomskem
delu opravili pregled področij spletnega in mobilnega razvoja v povezavi z
uporabnǐskimi vmesniki ter natančneje predstavili tehnologiji ReactJS in Re-
act Native, ki se uporabljata za razvoj uporabnǐskih vmesnikov spletnih in
mobilnih aplikacij. Zasnovali in razvili smo praktične primere, katere smo
analizirali in s tem opravili pregled funkcionalnosti, ki nam ju tehnologiji
ponujata. Na podlagi vseh zbranih informacij in predstavljenem delovanju
tehnologij smo na koncu, v sklopu praktičnega dela razvili finančno mobilno
aplikacijo. Z gradnjo te smo ugotovili, da je kljub izzivom, ki nastopijo med
razvojem, delo s tehnologijama React učinkovito in omogoča hiter ter kako-
vosten razvoj uporabnǐskih vmesnikov.
Ključne besede: uporabnǐski vmesnik, ReactJS, React Native, mobilna
aplikacija, spletni razvoj, mobilni razvoj.

Abstract
Title: Application development with ReactJS and React Native
Author: Jan Ivanović
The user interface of web and mobile applications has to be well-functioning,
responsive and dynamic. Because of this a large number of tools have been
developed to help and create such interfaces. For this purpose, in the the-
sis we covered the areas of web and mobile development in connection with
the user interface and presented in more detail the technologies ReactJS and
React Native, which are used to develop user interfaces of web and mobile
applications. We designed and developed practical examples, which we ana-
lyzed and performed an overview of the functionalities that the technologies
offer us. On the basis of all the collected information about the technologies,
we developed a mobile financial application and after a well thought analy-
sis we concluded that despite the challenges that arise during development,
working with React technologies is efficient and enables fast and high-quality
development of user interfaces.





Vse spletne, kot tudi mobilne aplikacije so namenjene določeni skupini upo-
rabnikov, ki z njimi upravljajo. Ravno zato je eden najpomembneǰsih gra-
dnikov aplikacij uporabnǐski vmesnik (ang. User Interface). Uporabnǐski
vmesnik predstavlja okolje, kjer prihaja do interakcij med uporabnikom in
računalnikom oziroma programsko opremo. Ta mora biti natančno sestavljen
in povezan, saj se nanj uporabniki odzovejo. Na splošno je cilj oblikovanja
uporabnǐskega vmesnika izdelati vmesnik, ki omogoča enostavno, učinkovito
in prijetno upravljanje z napravo na način, ki prinese želeni rezultat. Na
podlagi navedenega pa ni težko sklepati, da dobro sestavljen vmesnik ve-
liko pripomore k uporabi posamezne aplikacije. Ravno zaradi teh razlogov
je bilo do danes razvitih mnogo ogrodij in knjižnic, ki temeljijo na različnih
arhitekturah ter pravilih, katerih namen je izdelava dinamičnih uporabnǐskih
vmesnikov. Širok nabor izbire pa mnogim predstavlja oviro pri odločitvi,
katero ogrodje oziroma knjižnico uporabiti. S tem v mislih bomo v diplom-
skem delu podrobneje spoznali tehnologiji ReactJS ter React Native, ki se
ravno zaradi njunega učinkovitega razvoja uporabnǐskih vmesnikov spletnih
in mobilnih aplikacij hitro povzpenjata med velikane tega področja.
Cilj diplomskega dela je spoznati področji spletnega in mobilnega razvoja
v povezavi z uporabnǐskimi vmesniki, v katerih se uporabljata tehnologiji
ReactJS in React Native, ter opraviti analizo njunih konkurenčnih razvojnih
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orodij. Poleg tega je cilj diplomskega dela natančno predstaviti tehnologiji
ReactJS in React Native, zasnovati in razviti praktične primere ter na pod-
lagi njihove analize opisati ključne funkcionalnosti, ki ju tehnologiji ponujata.
Cilj je tudi spoznati učinkovitost uporabe tehnologij React na primeru kon-
kretne aplikacije. Za ta namen bomo z uporabo ogrodja React Native razvili
finančno mobilno aplikacijo in predstavili njeno delovanje.
Struktura dela je sledeča. Poglavje 2 se posveča predstavitvi razvoja
uporabnǐskega vmesnika spletnih aplikacij in opisu temeljnih orodij, ki se jih
še danes uporablja pri izdelavi spletnih strani. Njihovo poznavanje je tesno
povezano z bolǰsim doumetjem tehnologij React. V poglavju se prav tako
osredotočimo na konkurenčne tehnologije knjižnice ReactJS. Poglavje 3 je
namenjeno predstavitvi področja mobilnega razvoja. V poglavju predsta-
vimo mobilni platformi Android in iOS ter opǐsemo njuni arhitekturi. Osre-
dotočimo se tudi na vrste mobilnih aplikacij, ki jih je možno implementirati,
in katere tehnologije pri tem uporabiti. Poglavje zaključimo s predstavitvijo
konkurenčnih tehnologij ogrodja React Native. V 4. poglavju se seznanimo
z dogodki, ki so posledično pripeljali do razvoja ogrodij ReactJS in React
Native. Poleg tega natančneje predstavimo njune skupne značilnosti in se
prav tako osredotočimo na nekaj ključnih razlik med njima. Na podlagi
implementacije treh praktičnih primerov se v 5. poglavju osredotočimo na
delovanje ogrodij ReactJS ter React Native in predstavimo njune ključne
koncepte in funkcionalnosti. Pridobljeno znanje koristimo v 6. poglavju,
kjer razvijemo finančno mobilno aplikacijo z uporabo ogrodja React native.




V današnji sodobni in tehnološko izobraženi družbi je dostop do znanja lažji
kot kadar koli v zgodovini. Spletna mreža, ki se je razširila po vseh odsekih
planeta, povezuje množico uporabnikov in le z nekaj kliki po spletnem brskal-
niku omogoča dostop do načeloma neomejene količine informacij. Bloki in-
formacij se uporabniku prikažejo običajno na računalnǐskem zaslonu v obliki
spletnega dokumenta, imenovanega spletna stran. Ta mora biti natančno pri-
pravljena in uporabniku enostavno berljiva. Njen videz in delovanje močno
vplivata na uporabnǐsko izkušnjo, ki pa je zaradi ogromnega števila konku-
renčnih spletnih strani in želje po čim večji množici uporabnikov zelo po-
membna. Ko govorimo o izdelavi spletnih strani, govorimo pravzaprav o
razvoju uporabnǐskega vmesnika spletnih aplikacij.
Razvoj uporabnǐskega vmesnika spletnih aplikacij, poznan tudi kot spletni
razvoj na strani odjemalca, je praksa, ki s pomočjo kopice različnih tehnolo-
gij pretvori podatke v grafični uporabnǐski vmesnik tako, da lahko uporabnik
podatke neposredno vidi in z njimi komunicira. Glavni izziv, s katerim se
soočajo razvijalci, ki se ukvarjajo z razvojem uporabnǐskega vmesnika sple-
tnih aplikacij, predstavljajo nenehne spremembe orodij in tehnik, ki se upo-
rabljajo za izdelavo uporabnǐskega vmesnika spletnih strani. Ravno zato se
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mora razvijalec neprestano zavedati novosti in sprememb ter razumeti, kako
te vplivajo na njihov razvoj [70]. Cilj oblikovanja spletnih strani je zagotoviti,
da uporabniki, ki obǐsčejo spletno stran, vidijo najpomembneǰse informacije
v obliki, ki je enostavno berljiva. Nalogo pa oteži dejstvo, da uporabniki v
današnjem času uporabljajo veliko različnih naprav, katere se razlikujejo po
velikosti in ločljivosti. S tem v misih je oblikovalec prisiljen upoštevati tudi
te vidike pri oblikovanju uporabnǐskega vmesnika spletne strani. Za dobro
uporabnǐsko izkušnjo je potrebno zagotoviti, da se videz spletne strani pri-
merno prilagodi v vseh različnih spletnih brskalnikih, operacijskih sistemih
ter napravah. To pomeni, da se od razvijalca zahteva skrbno načrtovanje in
pripravo.
Na voljo je več orodij in tehnik, ki jih je mogoče uporabiti za razvoj
uporabnǐskega vmesnika spletne strani, vendar razumevanje, katera orodja
so najbolj primerna za določene naloge, predstavlja razliko med slabo in
dobro zasnovano spletno stranjo [25].
2.1 Osnovna orodja
Pristop k razvoju uporabnǐskega vmesnika spletnih aplikacij se kljub hitremu
napredku računalnǐskih tehnologij ni veliko spremenil. Posamezna orodja, ki
se vsakodnevno uporabljajo pri razvoju spletnih strani, ostajajo enaka že od
samega začetka njihovega nastanka. Kljub spremembam ter posodobitvam,
ki so jih bila deležna in s katerimi so se prilagodila tehnološkemu napredku ter
izbolǰsala spletni razvoj, je njihov način delovanja in uporabe ostal nespre-
menjen. Ravno takšna orodja predstavljajo temelje razvoja uporabnǐskega
vmesnika spletnih aplikacij in se jim pri izdelavi spletnih strani težko izo-
gnemo.
2.1.1 HTML
HTML (Hyper Text Markup Language, sl. jezik za označevanje nadbese-
dila) je standardni jezik za označevanje dokumentov, oblikovanih za prikaz v
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spletnem brskalniku. Deluje na principu uporabe oznak, ki nam omogočajo
urejanje in formatiranje dokumentov, kateri predstavljajo splošen okvir za vi-
dez spletnega mesta. Jezik je razvil Tim Berners-Lee, fizik na raziskovalnem
inštitutu CERN v Švici, z njim pa je želel realizirati svojo idejo internetnega
hipertekst sistema. Hipertekst predstavlja besedilo, ki vsebuje reference ozi-
roma povezave do drugih besedil, do katerih lahko uporabnik takoj dostopa.
Prva različica označevalnega jezika HTML je bila objavljena leta 1991, se-
stavljalo pa jo je 18 različnih oznak. Od takrat je vsaka nova različica jezika
razširila nabor oznak in njihovih atributov. Največja nadgradnja jezika je
izšla leta 2014 z izdajo različice HTML5 [35].
Nadgradnja je pripeljala veliko novih funkcionalnosti ter oznak. Ena naj-
bolj pričakovanih lastnosti je bila bolǰsa podpora vključevanja zvoka in vide-
oposnetkov, katera omogoča razvijalcu enostaven način vključitve videopo-
snetkov in zvočnih datotek. V nadgradnjo je bila prav tako vgrajena podpora
za vektorsko grafiko (ang. Scalable vector graphic) in matematične ter znan-
stvene formule. Poleg tega so bile vključene tudi nove semantične oznake, ki
obveščajo brskalnike o pomenu njihovega konteksta, kar koristi bralcem, pa
tudi iskalnikom [35].
Zaradi hitrega porasta priljubljenosti HTML danes velja za uradni spletni
standard, brez katerega se izdelave spletnih strani ni mogoče lotiti. Speci-
fikacije HTML združuje in razvija Konzorcij svetovnega spleta (ang. World
Wide Web Consortium), W3C [69]. Sintaksa jezika je zelo enostavna in lahko
razumevajoča, vendar kljub temu zelo učinkovita.
2.1.2 CSS
Ugotovili smo, da s pomočjo označevalnega jezika HTML pripravimo splošen
okvir videza spletne strani. Vendar ravno ta enostavnost sestave spletne
strani, ki jo jezik ponuja, omejuje bogatost njenega videza. Kot rešitev tega
se je razvil jezik CSS (Cascading Style Sheets, sl. kaskadne stilske podloge),
ki danes velja za osnovo razvoja uporabnǐskega vmesnika spletnih aplikacij.
Tako kot HTML, tudi CSS ni programski jezik. CSS je predstavljen v obliki
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preprostega slogovnega jezika in se uporablja za oblikovanje prezentacije sple-
tnih strani oziroma definiranje stila elementov HTML [16]. Slogi, katere je
mogoče uporabiti, nudijo vizualno eleganco in jasen, uporabniku prijazen
pogled. Jezik CSS je leta 1994 prvič predlagal H̊akon Wium Lie, takratni so-
delavec Tim Berners-Leeja, ustvarjalca jezika HTML. Kljub večjemu številu
predlaganih slogovnih jezikov v takratnem času se je leta 1996 organizacija
W3C odločila, da se specifikacija CSS razglasi za priporočilo, izšel je CSS 1.
stopnje. Kakor specifikacije HTML, tudi specifikacije CSS vzdržuje Svetovni
konzorcij svetovnega spleta [69, 15].
CSS temelji na uporabi pravil, ki nam omogočajo določati atribute ele-
mentov HTML. Z njimi lahko spreminjamo kopico lastnosti, ki vplivajo na
videz in postavitev elementov, vse od spremembe barv in velikosti pisave do
določitve odmikov med elementi in spremembe njihovih velikosti. Možen je
tudi nadzor dejavnosti, ki jih uporabnik izvaja nad elementi HTML. Poleg
definiranja pravil, uporaba jezika CSS omogoča ločitev predstavitve spletne
strani in njene vsebine. Z ločitvijo se izbolǰsa dostopnost vsebine, zagotovi se
večjo prožnost in nadzor pri določanju predstavitvenih značilnosti, zmanǰsa
pa se kompleksnost in ponavljanje strukturne vsebine.
Temeljni koncepti sintakse jezika CSS se kljub novim izdajam ne spre-
minjajo. Sintaksa je sestavljena na enostaven način in uporablja kopico
angleških besed, katere služijo za določitev imen različnih lastnosti sloga.
Slogovni dokument je sestavljen iz seznama pravil, določenih za enega ali več
selektorjev. Seznam pravil je vsebovan znotraj deklaracijskega bloka, kateri
pripada posameznemu selektorju [15].
2.1.3 JavaScript
Razvoj uporabnǐskega vmesnika spletnih aplikacij je sestavljen iz treh glavnih
komponent; HTML, CSS in JavaScript. Vsaka od njih je ključna pri izdelavi
pravilno delujoče, uporabniku prijazne in interaktivne spletne strani. Dve
komponenti in njihovi vlogi, ki ju izvršujeta tehnologiji pri spletnem razvoju,
smo že spoznali. HTML poskrbi za strukturo in vsebino spletne strani, CSS
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pa deluje kot maska, ki polepša njen videz. Če pa želimo spletni strani dodati
še lastnost interaktivnosti oziroma dinamičnosti, uporabimo JavaScript.
JavaScript, okraǰsano JS, je programski jezik, ki se najpogosteje upora-
blja za dodajanje dinamičnih skript na strani odjemalca. Skripto je možno
vgraditi ali vključiti v HTML dokument, pri čemer skripta opravlja naloge,
ki pretvorijo statične spletne strani v dinamični vmesnik. Poleg uporabe
pri razvoju uporabnǐskega vmesnika spletnih aplikacij se JavaScript lahko
uporablja tudi na strani strežnika. JavaSript podpira objektno usmerjeno
in funkcijsko programiranje [41]. Njegova sintaksa je sorodna sintaksi je-
zika C. Odzivnost na uporabnikove akcije se z uporabo JavaScripta poveča,
saj se koda lahko izvaja lokalno v uporabnikovem brskalniku. Poleg tega
JS omogoča zaznavo nekaterih akcij, katerih HTML ni zmožen, na primer
zaznavo pritiska tipke. Združitev JavaScripta z drugimi spletnimi tehnolo-
gijami je omogočila nastanek AJAX-a. Asinhroni JavaScript in XML (ang.
Asynchronous JavaScript and XML) se uporablja pri izdelavi interaktivnih
spletnih aplikacij, saj omogoča asinhrono izmenjavo podatkov med spletnimi
aplikacijami in strežniki, brez potrebe po ponovnem nalaganju strani [5].
Moč, ki jo nudi JavaScript pri razvoju uporabnǐskega vmesnika spletnih
aplikacij, omogoča, da se večino logike uporabnǐskega vmesnika pripravi v
njej. Uporaba jezika je zaradi prednosti, ki jih prinese k spletnemu razvoju,
postala neizogibna in leta 2017 je kar 94 % od 10 milijonov najbolj prilju-
bljenih spletnih strani uporabljalo JavaScript za razvoj dinamičnega upo-
rabnǐskega vmesnika [41].
2.2 Sodobna ogrodja in knjižnice
Napredek razvoja uporabnǐskega vmesnika spletnih aplikacij je omogočil na-
stanek mnogih ogrodij ter knjižnic JavaScript, ki služijo kot močno orodje pri
izdelavi dinamičnih spletnih strani s kompleksnimi grafičnimi uporabnǐskimi
vmesniki. Ogrodja so bolj prilagodljiva glede oblikovanja spletnih strani in
olaǰsujejo implementacijo nalog, katere bi bilo le z uporabo JavaScripta veliko
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težje izpeljati. Ravno zato se veliko število razvijalcev odloči za njihovo upo-
rabo. V kopico najbolj uporabljenih ogrodij JavaScript spada tudi ReactJS,
katerega bomo v nadaljevanju diplomskega dela bolje spoznali. Treba pa se
je zavedati, da je na trgu še ogromno drugih tehnologij, med katerimi lahko
razvijalci izbirajo. Dve najbolj znani ogrodji poleg ReactJS-a sta Angular in
Vue, ki ju bomo na kratko predstavili v nadaljevanju.
2.2.1 Angular
Google je leta 2010 izdal ogrodje JavaScript, imenovano Angular. Ogrodje
omogoča hitro in učinkovito upodabljanje spletnih strani in temelji na od-
prtokodnem programskem jeziku TypeScript, katerega je razvil Microsoft.
Do danes je izšlo več verzij ogrodja, najnoveǰsa je bila izdana meseca aprila
2020 – Angular 9.1.4 [17]. V nasprotju z ReactJS, ki uporablja virtualni
DOM, Angular uporablja realni DOM. Obvladovanje tega je težje, časovno
zamudno ter pritegne večje število hroščev. Uporaba realnega DOM-a vpliva
na zmogljivost in sposobnost izdelave dinamične spletne strani. Poleg tega
pa upočasni delovanje ogrodja kot celote. Kljub temu ima Angular močno
podporo s strani skupnosti in ravno tako s strani podjetja Google. Zaradi
uporabe TypeScripta je krivulja učenja uporabe ogrodja bolj strma, kakor
pri ReactJS. Komponente, moduli in sintaksa, ki se uporabljajo pri razvoju,
se lahko precej razlikujejo od tega, česar smo navajeni pri JavaScriptu. Poleg
tega ima Angular veliko vgrajenih funkcij, ki prisilijo razvijalce v določene
vzorce kodiranja, ki so pa lahko sicer zelo koristni pri gradnji aplikacij. An-
gular je manj fleksibilen kakor ReactJS, vendar ponuja vse, kar potrebujemo
za izdelavo aplikacij že znotraj svoje implementacije. To je lahko dobro ali
slabo, odvisno od razvijalčeve perspektive [17, 57, 43].






Odprtokodno ogrodje Vue, poznano tudi kot Vue.js, je leta 2014 razvil Evan
You, nekdanji programer Googla. Čeprav nima podpore velikega podjetja,
kakor React in Angular, njegova priljubljenost neprestano raste. Najnoveǰsa
različica je bila izdala decembra 2019 – Vue 2.6.11 [17]. Pri razvoju ogrodja
Vue so se upoštevali vsi dobri atributi ostalih ogrodij, ki so bili lansirani pred
njim. Enako kot ReactJS, tudi Vue uporablja virtualni DOM, kar zagota-
vlja hitreǰse delovanje z manj napakami. Zaradi manǰse velikosti je ogrodje
primerno za razvoj lahkih aplikacij. Preprosta sintaksa in obsežna dokumen-
tacija ogrodja pripomoreta k enostavnemu načinu uporabe. Vendar kljub
enostavnosti Vue svojim razvijalcem ponuja veliko funkcionalnosti in ravno
zaradi kombinacije navedenih lastnosti velja za eno najbolj priljubljenih og-
rodij JavaScript [17, 57].





Vsaka izmed tehnologij ReactJS, Angular in Vue ima svoje prednosti in sla-
bosti. Na podlagi teh lahko razvijalec opredeli, katero ogrodje bi mu pri
razvoju najbolj ustrezalo. Naslednji viri prikazujejo zaželenost in priljublje-
nost teh tehnologij skozi različna časovna obdobja.
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Stack Overlow Developer Survey
Stack Overlow Developer Survey je vsakoletna anketa, katero izpolni pri-
bližno 90.000 razvijalcev s celotnega sveta. Osredotočimo se na kategorijo,
ki prikaže rezultate najbolj priljubljenih in zaželenih spletnih ogrodji v letu
2019, prikazano na sliki 2.1 [18]. Priljubljenost ogrodja je predstavljena z
deležem v odstotkih. Ta predstavlja odstotek razvijalcev, ki uporabljajo in
razvijajo z določenim spletnim ogrodjem ter so izrazili zanimanje za nadaljnji
razvoj z njim. Od začetka njunega lansiranja sta ReactJS in Vue pridobila
izjemno priljubljenost. ReactJS je na prvem mestu s 74,5 %, takoj za njim
pa je Vue s 73,5 %. Pomembno je dejstvo, da se je Vue povzpel tako visoko
kljub manjkajoči podpori velikega podjetja, medtem ko ReactJS podpira Fa-
cebook. Priljubljenost ogrodja Angular je nekoliko manǰsa, vendar še vedno
dosega visoko vrednost, in sicer 56,6 %.
Slika 2.1: Rezultati kategorije najbolj priljubljenih in zaželenih ogrodij
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Google trends
Google trends omogoča grafični prikaz pogostosti zadetkov za izbrane nize
na iskalniku Google, kjer število 100 predstavlja največjo vrednost, število 0
pa najmanǰso [31]. Na sliki 2.2 so prikazani rezultati zadetkov iskalnih nizov
React, Angular in Vue. Podatki veljajo za zadnjih 12 mesecev (v času pisanja
diplome). Za doseg natančneǰsih rezultatov smo se osredotočili na tematiko
Programiranje. ReactJS je ponovno na prvem mestu in v povprečju dosega
vrednost 89. To pomeni, da je izmed treh kandidatov najbolj iskan, pa naj bo
to glede iskanja rešitev v kodi, dobrih praks ali preprosto želje po njegovem
spoznanju. Na drugemu mestu je ogrodje Angular, katerega povprečna vre-
dnost je 74. Vue pa v povprečju doseže le vrednost 29. Treba se je zavedati,
da je bilo ogrodje Angular lansirano že leta 2010, medtem ko je bilo Vue šele
leta 2014. Posledično veliko podjetij ni imelo možnosti uporabe ogrodja Vue,
kar je pripeljalo do tega, da je bilo že ogromno število projektov pripravljenih
z ogrodjem Angular. Vzdrževanje teh pa pripomore k večjemu številu zadet-
kov za iskalni niz Angular. Podpora podjetja Google prav tako pripomore
k večjemu občutku varnosti in stabilnosti uporabe ogrodja Angular. Lahko
pa smo prepričani, da se bo zaradi vedno večje priljubljenosti ogrodja Vue
sčasoma povečalo tudi število njegovih zadetkov.
Npm trends
S pomočjo grafične predstavitve prikaže število prenosov paketov ogro-
dij [52]. Posameznemu paketu je možno dodeliti zvezdico, ki se jo upošteva
kot zadovoljstvo razvijalca. Na sliki 2.3 vidimo rezultate primerjave tehno-
logij ReactJS, Angular in Vue. Podatki veljajo za zadnjih 6 mesecev (v času
pisanja diplome). ReactJS je ponovno na prvem mestu. Njegovo število pre-
nosov je veliko večje v primerjavi s številom prenosov ogrodji Angular in Vue.
Temu sledi Vue, zadnji pa je Angular. Kljub večjemu številu prenosov pa je
bilo ogrodju Vue dodeljenih več zvezdic, kakor ogrodju ReactJS, kar pomeni,
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da ima veliko razvijalcev pozitivne izkušnje z uporabo ogrodja Vue. Angular
ima dodeljenih najmanj zvezdic.
Slika 2.2: Pogostost zadetkov nizov React, Angular in Vue
V poglavju smo spoznali temeljne tehnologije, brez katerih razvoja upo-
rabnǐskega vmesnika spletnih aplikacij ne bi bilo mogoče doseči. Predstavili
smo njihove ključne značilnosti, namen uporabe ter povezave med njimi.
Poleg tega smo v poglavju spoznali in predstavili konkurenčne tehnologije
knjižnice ReactJS ter na podlagi virov analizirali njihovo priljubljenost. Na-
slednje poglavje se osredotoča na razvoj mobilnih aplikacij.
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Življenja brez mobilnih naprav si je danes praktično nemogoče predstavljati.
Leta 2019 je bilo po svetu zabeleženih več kot 3 milijarde uporabnikov pame-
tnih telefonov in več kot 1,5 milijarde uporabnikov tabličnih računalnikov [50].
Mobilne naprave svojim uporabnikom ponujajo številne zmogljivosti, stori-
tve in aplikacije, katere imajo zelo velik vpliv na njihovo življenje. Možnost
komuniciranja z osebo, ki se nahaja tisoče kilometrov stran, se danes slǐsi pov-
sem normalno in vsakdanje. Povezava z internetom in drugimi napravami je
prav tako pripeljala do novega nabora možnosti izbolǰsav na velikem številu
področij. Pametna programska oprema, integracija številnih senzorjev in na-
prednih kamer ter neprestano dodajanje komponent in storitev predstavijo
mobilne naprave kot večnamenska orodja.
Uporabniki 90 % svojega časa, ki ga preživijo na mobilnih napravah, po-
svetijo mobilnim aplikacijam. Mobilna aplikacija je računalnǐski program,
narejen za vrsto različnih mobilnih naprav (telefon, tablični računalnik, pa-
metna ura itd.). Na začetku so mobilne aplikacije služile kot pripomoček pri
izvajanju produktivnih dejavnosti, kot so uporaba e-pošte, koledarja, imenika
za klice in podobno. Vendar je veliko povpraševanje s strani uporabnikov
mobilnih naprav povzročilo hitro širitev aplikacij na številna druga področja.
Te je možno prenesti iz različnih trgovin z aplikacijami, ki jih upravljajo la-
stniki mobilnih operacijskih sistemov. Dve najbolj znani trgovini sta App
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Store in Google Play Store. Nekatere aplikacije so brezplačne, druge pa je
potrebno kupiti, pri čemer se dobiček razdeli med ustvarjalcem aplikacije
in distribucijsko platformo. Zaradi bolǰsih zmogljivosti mobilnih naprav in
naraščajočim številom mobilnih aplikacij ljudje na svoje naprave nalagajo
vedno večje število le-teh. Njihova uporaba v današnjem svetu igra vse večjo
vlogo in pravilno zasnovane aplikacije lahko prinesejo številne koristi. Ravno
zaradi tega postaja razvoj mobilnih aplikacij vse bolj kritičen in mu številna
podjetja posvečajo ogromno svojega časa in sredstev [49].
Razvoj mobilnih aplikacij (ang. Mobile app development) je postopek,
ki vodi do nastanka aplikacij za mobilne naprave. Pri razvoju je potrebno
upoštevati lastnosti in omejitve mobilnih naprav, za katere aplikacijo pripra-
vljamo. Baterija predstavlja vir življenja mobilnih naprav in noben uporab-
nik ne bo želel imeti opravka z aplikacijo, ki v kratkem času izprazni veliko
količino baterije. Poleg tega je potrebno upoštevati dejstvo, da imajo mobilne
naprave manj zmogljive procesorje kakor osebni računalniki, vendar vsebu-
jejo kopico vgrajenih funkcij, kot so zaznavanje lokacije, uporaba kamer in
še mnogo drugih, ki jih je pri razvoju mogoče uporabiti. Pomembna je tudi
sama velikost aplikacije, ki v veliko primerih predstavlja odločilen razlog, za-
kaj uporabnik aplikacije ne naloži na napravo. Če je velikost aplikacije večja
od večine drugih nameščenih aplikacij, obstaja tudi večja možnost, da bo
bila ta prej odstranjena iz naprave. Ravno tako je potrebno upoštevati širok
nabor velikosti zaslonov, specifikacij strojne opreme, konfiguracij programske
opreme in sprememb znotraj vsake platforme. Pred razvojem mobilnih apli-
kacij mora biti torej razvijalec dobro seznanjen z lastnostmi mobilnih naprav,
za katere aplikacijo razvija. Nepoznavanje teh lahko vodi do nepričakovanega
in nezaželenega delovanja, kar upočasnjuje potek razvoja. Razvoj aplikacij
zahteva uporabo specializiranih integriranih razvojnih okolij, ki so nastala
izključno zaradi tega razloga.
Začetna obdobja razvoja mobilnih aplikacij so bila podobna začetkom
spletnega razvoja. Prve aplikacije so delovale le kot statični oglas določene
blagovne znamke, podjetja, izdelka ali storitve [6]. Vendar so z izbolǰsavo
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povezljivosti in omrežne zmogljivosti aplikacije postale vse bolj povezane z
viri podatkov in informacijami, ki so se nahajali zunaj same aplikacije. Poleg
tega se je povečala tudi njihova dinamičnost in razvijalci so pričeli s posoda-
bljanjem uporabnǐskega vmesnika in vsebine s podatki, prejetimi po omrežju
preko različnih poizvedb. Tudi danes je oblikovanje uporabnǐskega vmesnika
ključnega pomena pri ustvarjanju mobilnih aplikacij. Pri oblikovanju je po-
trebno razmǐsljati o velikosti zaslona ter tudi o načinu postavitve mobilne
naprave. Aplikacijo je potrebno oblikovati tako, da lahko uporabnik doseže
vse pomembne interakcije s čim manǰsim naporom in premiki prstov, saj to
izbolǰsa uporabnǐsko izkušnjo. Minimizacija dotikov po zaslonu in nabora
funkcij med uporabo aplikacije je ključna, saj s tem upoštevamo uporab-
nikovo omejeno pozornost. Ne glede na to, na kateri platformi razvijamo
uporabnǐski vmesnik ali katero razvojno metodologijo uporabljamo, je za za-
gotavljanje visokokakovostnih mobilnih aplikacij, ki navdušujejo in zadržujejo
uporabnike, potrebna tudi implementacija zanesljivih zalednih storitev. Te
omogočajo kopico koristnih zadev, kot so usmerjanje podatkov, varnost, pre-
verjanje prisotnosti, avtorizacijo in delo brez povezave [50, 71].
Z ustreznim znanjem o mobilni napravi in pravilno implementiranim upo-
rabnǐskim vmesnikom, integriranim z zalednimi storitvami, lahko razvijalec
ustvari kompleksneǰse aplikacije, ki koristijo vse prednosti, katere naprava
ponuja, in hkrati uporabniku zagotavljajo prijazno uporabnǐsko izkušnjo.
3.1 Mobilne platforme
Pred začetkom razvoja mobilnih aplikacij se je najprej potrebno seznaniti z
osnovnimi načeli mobilnih platform in razumeti njihovo povezavo z mobilnimi
aplikacijami. Mobilne platforme so pravzaprav tiste, ki omogočajo zagon pro-
gramske opreme in storitev na napravah. Predstavljajo nabor programskih
orodij, ki se uporabljajo za oblikovanje, ustvarjanje in vzdrževanje mobil-
nih aplikacij [36]. Vsaka platforma vsebuje kopico edinstvenih funkcij, ki jih
lahko razvijalec uporabi pri razvoju aplikacije. Te je pametno upoštevati
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pri načrtovanju, saj z njimi optimiziramo delovanje aplikacije na posamezni
platformi. Platformni pristop k razvoju mobilnih aplikacij pomaga zagotoviti
celovit model z zbirko orodij, ki so dostopna razvijalcem in ostalim uporab-
nikom. Danes na trgu obstajata dve prevladujoči platformi, iOS in Android.
Platforma iOS je operacijski sistem, ki poganja priljubljeno linijo mobilnih
naprav podjetja Apple. Platformo Android, ki je v lastnǐstvu podjetja Goo-
gle, pa ne uporabljajo samo Googlove naprave, temveč tudi številni drugi
samostojni proizvajalci [71].
3.1.1 Android
Android je odprtokodni programski paket, ki temelji na različici Linuxa in
druge odprtokodne programske opreme, zasnovan za širok nabor mobilnih
naprav. Ustanovilo ga je podjetje Android Inc. oktobra 2003, nato pa
ga je avgusta 2005 kupilo podjetje Google. Google je platformo predsta-
vil leta 2007 in prva naprava Android je bila izdana leta 2008. Do sedaj
je bilo izdanih več stabilnih različic Androida. Najnoveǰsa je Android 10,
ki je izšla 3. septembra 2019. Platforma vključuje operacijski sistem, upo-
rabnǐske vmesnike in osnovne aplikacije. Odprtokodno licenciranje platforme
je omogočilo razvoj različic Androida, ki so vsebovane v številnih elektronskih
napravah, kot so igralne konzole, digitalni fotoaparati, osebni računalniki in
drugo, vse s specializiranimi uporabnǐskimi vmesniki. Ravno zaradi razdro-
bljenega trga, sestavljenega iz različnih vrst naprav in proizvajalcev, ki vse-
bujejo različice operacijskega sistema Android, ima Android kar 76-odstotni
delež na trgu [60, 8].
Arhitektura
Arhitektura Android se deli na 6 slojev, kateri nudijo podporo vsem po-
trebam, ki bi jih naprava Android potrebovala. Z izdajo različice Android 8.0
se je okvir arhitekture preuredil [7]. Sprememba je proizvajalcem omogočala
lažje in hitreǰse posodobitve naprave na noveǰso različico. Slika 3.1 prikazuje
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vizualno reprezentacijo arhitekture sistema Android.
Slika 3.1: Arhitektura sistema Android
Sloji arhitekture Android [7, 36]:
1. Aplikacije – najvǐsji sloj v arhitekturi Android predstavljajo aplikacije
same. Android vsebuje nabor osnovnih aplikacij za e-pošto, pošiljanje
sporočil, uporabo koledarja, brskanja po internetu, shranjevanje tele-
fonskih stikov in drugo. Aplikacije, vključene v platformo, imajo enak
status kot aplikacije, ki jih uporabnik izbere za namestitev. Na primer,
uporabnik lahko namesti aplikacijo, ki nadomesti trenutni privzeti br-
skalnik na napravi. Sicer pa obstajajo nekatere izjeme, kot je na primer
sistemska aplikacija Nastavitve (ang. Settings). Aplikacijski sloj se iz-
vaja v času delovanja sistema Android, s pomočjo uporabe razredov in
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storitev, ki so na voljo iz aplikacijskega ogrodja.
2. Aplikacijsko ogrodje – sloj ponuja vǐsjenivojske storitve, ki so na vo-
ljo prek API-jev, napisane v jeziku Java, s pomočjo katerih se ustvari
aplikacija. Storitve omogočajo splošno abstrakcijo za dostop do strojne
opreme, obvladovanje uporabnǐskega vmesnika, uporabo virov aplika-
cije, določanje lokacije, prikazovanje obvestil uporabniku, dostop do de-
ljenih podatkov, upravljanje življenjskega cikla aplikacij, medsebojno
komunikacijo med njimi in opravljanje mnogo drugih opravil, ki jih
lahko uporabimo pri izdelavi aplikacije.
3. Zagonsko okolje – pomemben del arhitekture predstavlja zagonsko
okolje Android. Tega sestavljata dve ključni enoti; virtualni stroj Dal-
vik in skupek osnovnih knjižnic. Zagonsko okolje si lahko predstavljamo
kot motor, ki skupaj z osnovnimi knjižnicami poganja aplikacije. De-
lovanje virtualnega stroja Dalvik je posebej zasnovano in optimizirano
za Android in omogoča, da se vsaka aplikacija zažene kot samostojen
proces. Nabor osnovnih knjižnic omogoča izvajanje aplikacij s standar-
dnima programskima jezikoma Java ali Kotlin.
4. Izvorne knjižnice – kategorija vključuje vrsto knjižnic, napisanih v
jezikih C/C++, kot so SSL, libc, Graphics, SQLite, Webkit, OpenGL
itd. Te zagotavljajo podporo pri razvoju.
5. HAL – okraǰsava za sloj abstrakcije strojne opreme (ang. Hardware
abstraction layer), definira standardni vmesnik, ki ga implementirajo
ponudniki strojne opreme. HAL omogoča, da aplikacija komunicira z
nižjenivojskim gonilnikom strojne opreme. HAL uporablja funkcije, ki
jih ponuja jedro Linux, za izpolnitev zahtev aplikacije. Implementacija
abstraktnega sloja je specifična za vsako vrsto strojne opreme in se raz-
likuje od ponudnika do ponudnika. Implementacije HAL-a so pakirane
v module, ki jih Android ob ustreznem času naloži.
6. Jedro Linux – na najnižjem sloju arhitekture se nahaja jedro Li-
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nux. Jedro skrbi za varnost med aplikacijo in sistemom, odgovorno
je za učinkovito upravljanje pomnilnika in porabe baterije, skrbi tudi
za dodeljevanje virov procesom, kadar jih potrebujejo, itd. Poleg tega
upravlja z vsemi razpoložljivimi gonilniki, kot so na primer gonilniki
zaslonov, kamer, pomnilnika, zvočni gonilniki itd.
3.1.2 iOS
Z ustanovitvijo operacijskega sistema iOS in izdajo prvega iPhona, leta 2007,
je Apple svetu pokazal popolnoma nekaj novega. Platforma iOS je s svojim
inovativnim izdelkom ter svojo tehnologijo ljudem spremenila mǐsljenje in
pogled glede mobilnih naprav in delovala kot povod za nastanek obdobja
pametnih mobilnih naprav, katerih industrija še vedno iz leta v leto narašča.
iOS je bil zgrajen na podlagi odprtokodnega operacijskega sistema Darwin
in deluje izključno na napravah Apple, kot so iPhone, iPod, Apple Watch
itd. Kljub temu, da iOS ni odprtokoden kot Android, velja za drugi najbolj
priljubljen mobilni operacijski sistem na svetu. Danes zavzema kar 13 %
celotnega trga. Apple svojim razvijalcem ponuja več vrst orodij in knjižnic,
katere lahko koristimo pri izdelavi aplikacij. Za njihovo izdelavo pa upora-
bimo programski jezik Objective-C ali Swift [60, 38].
Arhitektura
Arhitektura iOS je razdeljena na štiri različne plasti. Jedro, ki je ključno
za delovanje, temelji na različici jedra Mach. Poleg jedra pa arhitektura vse-
buje plasti storitev, ki omogočajo izvajanje aplikacij na platformi [39]. Se-
stava arhitekture razvijalcem omogoča različne stopnje nadzora. Vǐsje plasti
nudijo ogrodja za splošni razvoj aplikacij. Kadar pa razvijalec potrebuje več
nadzora, uporabi storitve, ki jih ponujajo nižje plasti. Arhitektura je vidna
na sliki 3.2.
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Slika 3.2: Arhitektura sistema iOS
Sloji arhitekture iOS [36, 39]:
1. Cocoa Touch – je najvǐsji sloj arhitekture. Znotraj te se nahaja
kopica pomembnih ogrodij, brez katerih aplikacije iOS ne bi delovale.
Uporaba ogrodji omogoča dostop do različnih funkcionalnosti naprave,
kot so razni seznorji, kamera, življenjska doba baterije itd. Poleg tega
pa skrbi tudi za učinkovito izvajanje večopravilnosti, prikazovanja ob-
vestil in dodeljevanje virov aplikacijam.
2. Media – plast ponuja storitve, ki se uporabljajo za podporo pri 2D in
3D risanju ter poskrbi za delo s slikami, zvokom in video posnetki. V
sloju so vsebovane številne ključne tehnologije, kot so Core Graphics,
AV Foundation, Core Media, OpenGL ES in drugo.
3. Core Services – plast je zadolžena za upravljanje osnovnih sistemskih
storitev, ki jih uporabljajo aplikacije iOS. Plast je odgovorna tudi za
ključne storitve iOS, kot so nakupovanje znotraj aplikacij in shranjeva-
nje podatkov v oblak.
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4. Core OS – vsebuje operacijski sistem in storitve, na katerih so zgra-
jene druge tehnologije aplikacij iOS. Prav tako zajema nizkonivojne
vmesnike UNIX, do katerih aplikacije zaradi varnostnih razlogov ni-
majo dostopa. Je pa s pomočjo knjižnice libSystem mogoče direktno
dostopati do nekaterih nizkonivojskih funkcionalnosti.
3.2 Vrste mobilnih aplikacij
V začetkih mobilnega razvoja je obstajal le en način implementiranja mo-
bilnih aplikacij, in sicer je bilo potrebno razviti aplikacijo za vsako mobilno
platformo posebej. Dosežen tehnološki napredek pa je omogočil nastanek
novih načinov implementacije. Na podlagi teh je možno razlikovati več vrst
mobilnih aplikacij, med katerimi ima vsaka svoje prednosti in slabosti.
Vrste mobilnih aplikacij:
1. Domorodne aplikacije
2. Spletne mobilne aplikacije
(a) Progresivne spletne aplikacije
3. Hibridne aplikacije
(a) Hibridne spletne aplikacije
(b) Hibridne domorodne oz. medplatformne aplikacije
3.2.1 Domorodne aplikacije
Ko govorimo o domorodnih (ang. Native) aplikacijah, govorimo pravzaprav
o aplikacijah, ki so narejene specifično za uporabo na določeni mobilni plat-
formi. Vsaka domorodna aplikacija je napisana v določenem razvojnem je-
ziku in sestavljena s kopico orodij, ki so značilna za posamezno platformo.
24 Jan Ivanović
Na primer, domorodne aplikacije iOS se razvija s pomočjo programskih jezi-
kov Objective-C ali Swift in uporabo integriranega razvojnega okolja Xcode,
medtem ko se za razvoj domorodnih aplikacij Android uporablja programska
jezika Java ali Kotlin ter integrirano razvojno okolje Android Studio [33].
Osredotočenost na posamezno platformo omogoča nastanek hitreǰsih in
zmogljiveǰsih aplikacij. Domorodne aplikacije so neposredno povezane s strojno
opremo naprave, kar pomeni, da ima razvijalec popoln in enostaven dostop
do celotnega nabora funkcij, ki jih naprava ponuja [66]. Neposreden dostop
do senzorjev in kamer ter možnost uporabe številnih drugih funkcionalnosti,
kot so Bluetooth, NFC itd., omogoča razvoj kompleksneǰsih aplikacij. Obli-
kovanje domorodnih aplikacij je prav tako učinkoviteǰse, saj lahko razvijalec
dostopa do vseh elementov izvornega uporabnǐskega vmesnika in njihovih la-
stnosti. Uporaba teh omogoča nastanek bogatega uporabnǐskega vmesnika,
ki se prilagaja temi aplikacije. Razvijalec se lahko zanese na pravilno delo-
vanje izvornih elementov in pripravi visoko prilagojene grafične vmesnike z
animacijami, ki pripeljejo do bolǰse uporabnǐske izkušnje.
Vendar osredotočenost na posamezno platformo ne prinaša le prednosti
pri razvoju. Če želimo doseči čim večje število uporabnikov aplikacije, more
biti ta na voljo na več platformah. Problem pa je v temu, da kodo, ki jo
ustvarimo za eno platformo, ni mogoče ponovno uporabiti na drugi. Ravno
zato je proces razvoja domorodnih aplikacij zelo časovno, kakor tudi organi-
zacijsko zahteven. Posledično se povečajo tudi stroški razvoja. Večjo oviro,
kakor dejanski razvoj, pa predstavlja vzdrževanje domorodnih aplikacij. Ker
so te razvite za uporabo na več platformah, je ob vsaki posodobitvi potrebno
pregledati zbirko kode za vsako različico posebej in jo ustrezno prilagoditi.
Razvijalci domorodnih aplikacij se morajo biti pripravljeni soočiti z neena-
kostmi med platformami in prilagoditi razvoj tako, da ustreza vsem zahtevam
posamezne platforme [33].
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3.2.2 Spletne mobilne aplikacije
Uporaba spletnih brskalnikov na mobilnih napravah je zaradi številnih opti-
mizacij in dobrih lastnosti, ki so izbolǰsale njihovo delovanje, vse bolj pogosta.
Njihov vpliv se pozna tudi pri razvoju mobilnih aplikacij, saj se vedno večje
število mobilnih aplikacij prilagaja delovanju znotraj uporabnikovega brskal-
nika. Take aplikacije imenujemo spletne mobilne aplikacije. Razvite so na
podlagi osnovnih spletnih tehnologij HTML, CSS in JavaScript, pri razvoju
pa si lahko pomagamo tudi z raznimi ogrodji in knjižnicami, kot so Reac-
tJS, Vue ali Angular. Spletne mobilne aplikacije niso samostojne, saj jih ni
mogoče prenesti in namestiti na mobilno napravo, do njih dostopamo le preko
uporabnikovega spletnega brskalnika [33]. Pozitivna lastnost tega je, da apli-
kacija ne bo zavzemala prostora v pomnilniku. Prav tako se s tem olaǰsa
vzdrževanje in posodobitev aplikacije, saj ti procesi potekajo preko spleta in
uporabnikom ni treba naložiti posodobitve iz trgovine aplikacij. Poleg tega
pa ni potrebno razviti ločenih različic aplikacije in s tem zagotoviti delova-
nje na več platformah, saj se vse izvaja znotraj brskalnika. Posledica tega
so manǰsi stroški in hitreǰsi razvoj. Spletne mobilne aplikacije so pravza-
prav spletne strani, katerih uporabnǐski vmesnik se prilagaja delovanju na
posamezni mobilni napravi.
Vendar izbira takšnega pristopa k razvoju omeji aplikacijo k uporabi le
tistih funkcionalnosti, ki jih ponuja uporabnikov spletni brskalnik. Kljub
temu da se je z leti izbolǰsal dostop do funkcionalnosti, kot sta kamera in
GPS, ostaja velik delež funkcionalnosti mobilne naprave še vedno nedose-
gljiv. Zmogljivost spletnih mobilnih aplikacij je ravno zaradi tega zelo ome-
jena in razvoj kompleksneǰsih funkcionalnosti, ki zahtevajo uporabo virov
mobilne naprave, je zaradi ozkega nabora le-teh praktično nemogoč. Hitrost
internetne povezave ima prav tako velik vpliv na hitrost delovanja. Potrebno
se je zavedati, da se uporabnǐski vmesnik spletnih mobilnih aplikacij ne raz-
vija z uporabo izvornih elementov, saj ti razvijalcu niso na voljo. To oteži
razvoj in poveča možnost nepravilnega delovanja aplikacije. Ravno zato se
veliko razvijalcev odloči za uporabo ene izmed mnogih knjižnic, katerih cilj
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je olaǰsati razvoj uporabnǐskega vmesnika spletnih mobilnih aplikacij, s tem
da zagotavljajo delujoče kopije izvornih elementov [42].
Progresivne spletne aplikacije
Koncept progresivnih spletnih aplikacij (ang. Progressive Web Appli-
cations), ki ga je leta 2017 predstavil Google, je izbolǰsal razmere razvoja
mobilnih aplikacij, ki delujejo znotraj uporabnikovega brskalnika [33]. Kot
smo spoznali, spletne mobilne aplikacije na splošno delujejo počasneje, z
manǰsim naborom funkcionalnosti, kakor domorodne aplikacije. Progresivne
spletne aplikacije, okraǰsano PWA, pa nudijo veliko bolj optimizirano upo-
rabnǐsko izkušnjo in kopico novih funkcionalnosti, kot so delovanje brez po-
vezave, možnost uporabe obvestilnega sistema (ang. Push notifications) in
dostop do strojne opreme. S številnimi novostmi, ki jih ponujajo progresivne
spletne aplikacije, se je razvoj spletnih mobilnih aplikacij uspel približati
učinkovitosti domorodnih aplikacij. Zaradi hitrega procesa razvoja, bolǰse
zmogljivosti, lažjega vzdrževanja, manǰsih stroškov in širšega nabora funkci-
onalnosti kot pri navadnih spletnih mobilnih aplikacijah, predstavlja razvoj
progresivnih spletnih aplikacij učinkovito rešitev mnogim razvijalcem.
3.2.3 Hibridne aplikacije
Domorodne aplikacije omogočajo razvijalcu popoln dostop do funkcij opera-
cijskega sistema in strojne opreme mobilne naprave, vendar je za vsako plat-
formo potrebna druga različica aplikacije. Na drugi strani pa imamo spletne
mobilne aplikacije, ki imajo minimalen dostop do funkcij operacijskega sis-
tema in strojne opreme, a razvoj ne zahteva implementacije več različic apli-
kacije, kar pomeni, da je njeno delovanje neodvisno od platforme. Rešitev,
ki združuje najbolǰse lastnosti obeh vrst, imenujemo hibridna aplikacija [51].
Razvoj hibridne aplikacije omogoča razvoj le ene različice aplikacije, ki deluje
na več mobilnih platformah. To pripelje do hitreǰsega razvojnega procesa in
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lažjega vzdrževanja. Pri razvoju si lahko pomagamo s kopico vtičnikov, ki
nudijo dostop do funkcionalnosti uporabnikove mobilne naprave, kot so pri-
java s prstnim odtisom, uporaba kamere, dostop do datotek itd. Delovanje
nekaterih je sicer omejeno, vendar njihova uporaba vsekakor pripomore k
razvoju aplikacije. Hibridne aplikacije se ne prikazujejo znotraj uporabni-
kovega spletnega brskalnika, temveč delujejo kot samostojne aplikacije, ki si
jih uporabnik naloži na svojo mobilno napravo [33, 51]. Ločimo dve vrsti
hibridnih aplikacij.
Hibridne spletne aplikacije
Hibridne-spletne aplikaciije (ang. Hybrid-Web applications) delujejo tako,
da kodo, napisano z uporabo spletnih tehnologij, ovijejo v domorodni ele-
ment, ki deluje kot vdelan brskalnik. Poimenovanje elementa je odvisno od
posamezne platforme. Pri razvoju na platformi Android uporabimo element
WebView, medtem ko se za iOS razvoj uporablja element WKWebView.
Razlika med splošnim brskalnikom, v katerem se izvajajo spletne mobilne
aplikacije, in vdelanim brskalnikom je v tem, da se pri uporabi vdelanega
brskalnika aplikacija izvaja znotraj izvorne lupine (ang. Native shell). To
omogoča razvijalcu dostop do funkcionalnosti, ki jih nudi uporabnikova mo-
bilna naprava in operacijski sistem, na katerem deluje [42].
Vendar je posledica uporabe elementa, ki deluje kot vdelan brskalnik, ta,
da smo pri razvoju vezani na njegove omejitve. Podpora se razlikuje v od-
visnosti od platforme, na kateri se aplikacija izvaja, kar lahko pripelje do
nekonsistentnih rezultatov delovanja aplikacije. Na primer, z izdajo verzije
4.0 je Android za učinkoviteǰse in bolǰse delovanje elementa WebView pričel
uporabljati Google Chrome pogon (ang. Engine). Pri razvoju hibridnih sple-
tnih aplikacij za iOS pa delovanje elementa WKWebView ni bilo izbolǰsano
in je bilo izvajanje aplikacij znotraj tega v primerjavi z izvajanjem znotraj
spletnega mobilnega brskalnika Safari veliko počasneǰse. Prav tako naletimo
na težave pri delovanju, če se v naši kodi dogaja preveč stvari naenkrat.
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Posledica tega je slaba odzivnost aplikacije, kar zelo vpliva na uporabnǐsko
izkušnjo. Še en pomemben izziv predstavlja oblikovanje. Oblikovanje hibri-
dnih spletnih aplikacij po svoji izbiri je enostavno, vendar se problem pojavi
takrat, ko se zavedamo, da ima vsaka platforma svoje privzete elemente in
edinstven uporabnǐski vmesnik. Zelo težko je razviti hibridno spletno apli-
kacijo, katere slog ustreza slogu vsake platforme, slaba prilagoditev pa lahko
pripelje do negativnih odzivov s strani uporabnikov [42, 51, 46].
Hibridne domorodne oz. medplatformne aplikacije
Pri razvoju hibridnih domorodnih aplikacij, imenovanih tudi medplat-
formne aplikacije (ang. Cross-platform applications), uporabljamo kodo, ki
je bližje izvorni. Aplikacija se izvaja s pomočjo izvornega pogona za upo-
dabljanje (ang. Native rendering engine). Ogrodja, ki se uporabljajo pri
razvoju hibridnih domorodnih aplikacij, omogočajo razvijalcu uporabo ele-
mentov, katerih delovanje in videz je mogoče interpretirati kot delovanje in
videz izvornih elementov. V ozadju se prek tako imenovanih mostov (ang.
Bridges) koda elementov poveže in pretvori v izvorne elemente [42]. Takšen
pristop k razvoju pomaga razvijalcu doseči tak uporabnǐski vmesnik, kate-
rega slog ustreza slogu platforme, na kateri se aplikacija izvaja. To pripomore
k bolǰsi uporabnǐski izkušnji in hitreǰsemu delovanju aplikacije. Potrebno pa
se je zavedati, da ogrodja ne omogočajo ponovne uporabe celotne program-
ske kode med mobilnimi platformami in da je ta do določene mere (odvisno
od ogrodja) prilagojena delovanju na posamezni platformi.
3.3 Sodobna ogrodja za izdelavo medplatfor-
mnih mobilnih aplikacij
Obstaja večje število ogrodij, katerih glavni cilj je razvoj dobro delujoče med-
platformne mobilne aplikacije. Ogrodja se med seboj razlikujejo po tehniki
in konceptih programiranja ter funkcionalnostih, ki jih ponujajo pri razvoju.
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Eno izmed najbolj priljubljenih ogrodij je React Native, katerega bomo v
sklopu diplomskega dela natančneje spoznali. Vendar kljub priljubljenosti
React Native predstavlja le delež celotnega trga medplatformnih razvojnih
ogrodij. Njegova glavna konkurenta sta Flutter in Xamarin.
3.3.1 Flutter
Flutter je odprtokodno ogrodje, ki se ga uporablja za razvoj medplatformnih
mobilnih aplikacij. Razvilo ga je podjetje Google leta 2017 [22]. Kljub ka-
sneǰsemu začetku v primerjavi z React Native je Flutter ravno tako postal
eno izmed danes najbolj priljubljenih ogrodij. Poleg močne podpore s stani
Googla ima aktivno skupnost, ki podpira njegovo rast in razvoj. Flutter te-
melji na odzivnem, objektno usmerjenem programskem jeziku, imenovanem
Dart, katerega sintaksa je podobna programskemu jeziku C [72]. Jezik je
razvil Google in čeprav sprva ni bil narejen za razvoj mobilnih aplikacij, je
Google poskrbel za odlične prilagoditve. Dart se prevaja v knjižnico pro-
gramskega jezika C, kar odpravi potrebo po uporabi mostov. To izbolǰsa
hitrost komunikacije in zagotovi bolǰse delovanje aplikacije na mobilni na-
pravi. Izdelava uporabnǐskega vmesnika je odvisna od številnih vgrajenih
pripomočkov oziroma gradnikov (ang. Widgets), ki jih Flutter ponuja [47].
Ti so vnaprej implementirani in neprilagodljivi. To pomeni, da gradniki ne
prilagajajo sloga glede na platformo, na kateri se aplikacija izvaja, ampak je
potrebno ročno preklapljati med ustreznimi gradniki. Posledično je velikost
aplikacije, razvite z ogrodjem Flutter, večja, kakor če bi za razvoj uporabili
React Native.






Naslednji velik tekmovalec na trgu je Xamarin. Xamarin je odprtokodno
ogrodje, predstavljeno leta 2011, katerega cilj je ravno tako omogočati razvoj
medplatformnih mobilnih aplikacij [22]. V primerjavi z ogrodjem React Na-
tive, ki je na voljo neomejenemu številu uporabnikov, je za ekipo več kot petih
razvijalcev potrebno kupiti licenco, ki omogoča uporabo ogrodja Xamarin.
Posledično je zaradi tega na voljo zelo omejena podpora s strani skupnosti.
Ogrodje temelji na programskemu jeziku C# in, kakor React Native, je tudi
njegova zmogljivost primerljiva z domorodnimi aplikacijami. Prav tako je
Xamarin izjemno prilagodljiv in s pomočjo Xamarin.Forms ponuja komplet
orodij, ki omogočajo uporabo elementov uporabnǐskega vmesnika, ki se nato
prevedejo v izvorne elemente, specifične za posamezno platformo. Ravno
zato Xamarin razvijalcem v povprečju omogoča ponovno uporabiti do kar 96
% napisane kode, medtem ko pa React Native in Flutter omogočata od 60
do 90 % kode za ponovno uporabo [22]. Poleg tega pa lahko za bolǰse delova-
nje aplikacije uporabimo tudi Xamarin.Android in Xamarin.iOS, ki omogoča
natančneǰse oblikovanje uporabnǐskega vmesnika in uporabo kopice izvornih
funkcionalnosti posamezne platforme. Xamarin prav tako nudi dostop do
funkcionalnosti mobilne naprave, kot so GPS, kamera itd. Pri postopku ra-
zvoja aplikacije Xamarin podpira izvedbo dveh običajnih arhitekturnih vzor-
cev, in sicer MVC ter MVVM [23].
Primeri aplikacij razvitih z ogrodjem Xamarin:





Spoznali smo, da poleg React Native obstaja več ogrodij za razvoj medplat-
formnih mobilnih aplikacij, med katerimi lahko razvijalec izbira. S pomočjo
spodaj prikazanih virov lahko dobimo bolǰsi pregled glede priljubljenosti in
pogostosti uporabe ogrodja React Native in njegovih dveh glavnih konkuren-
tov, ogrodij Flutter in Xamarin.
Stack Overlow Developer Survey
Rezultati raziskave, v kateri sodelujejo razvijalci iz celotnega sveta, so
nam že koristili v poglavju 2.2.3, kjer smo primerjali pogostost uporabe in
priljubljenost spletnih tehnologij ReactJS, Angular in Vue. V tem primeru
se je potrebno osredotočiti na rezultate kategorije ostalih najbolj priljublje-
nih in zaželenih ogrodij, programskih jezikov in knjižnic [18]. Priljubljenost
tehnologije je predstavljena z deležem v odstotkih. Ta predstavlja odstotek
razvijalcev, ki uporabljajo in razvijajo z določenim ogrodjem, jezikom ali
knjižnico ter so izrazili zanimanje za nadaljnji razvoj z njimi. Na sliki 3.3
opazimo naslednje. Kljub najkasneǰsemu nastanku je ogrodje Flutter najvǐsje
na lestvici in dosega kar 75,4 %. Temu sledi React Native z 62,5 %, šele nato
pa Xamarin z 48,3 %.
Google trends
Google trends smo ravno tako uporabili v poglavju 2.2.3. Prikaže nam
graf pogostosti zadetkov izbranih nizov na iskalniku Google [32]. Na sliki
3.4 so prikazani rezultati zadetkov iskalnih nizov React Native, Flutter in
Xamarin. Podatki veljajo za zadnjih 12 mesecev (v času pisanja diplome).
Za pridobitev natančneǰsih rezultatov smo se osredotočili na tematiko Pro-
gramiranje. Izmed opazovanih ogrodij ima React Native najvǐsjo povprečno
vrednost, in sicer 83. Ogrodji Xamarin in Flutter imata zelo podobne re-
zultate. Xamarin ima povprečno vrednost 52, Flutter pa 48. Opazimo, da
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se pogostost iskanja niza Flutter čez čas povečuje in glede na to, da je bil
v Stack Overflow raziskavi prikazan kot najbolj priljubljeno ogrodje izmed
treh, lahko pričakujemo še nadaljnjo rast.
Slika 3.3: Rezultati kategorije ostalih najbolj priljubljenih in zaželenih ogro-
dij, programskih jezikov in knjižnic
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Slika 3.4: Pogostost zadetkov nizov React Native, Flutter in Xamarin
Poglavje je zajemalo širok pregled področja mobilnega razvoja. Spoznali
smo mobilni platformi iOS in Android ter opisali sestavo njunih arhitek-
tur. Prav tako smo ugotovili, da razlikujemo med več vrstami mobilnih
aplikacij, katere smo tudi predstavili. Poglavje smo zaključili z omembo
konkurenčnih tehnologij ogrodja React Native in analizo njihove uporabe.
V naslednjem poglavju bomo pričeli z natančneǰso predstavitvijo tehnologij
React, pri čemer bo znanje, ki smo ga pridobili iz 2. in 3. poglavja, vsekakor




ReactJS in React Native
ReactJS in React Native sta dokaj novi tehnologiji, uporabljeni za razvoj
uporabnǐskega vmesnika spletnih in mobilnih aplikacij. Njuna uporaba iz
leta v leto narašča, saj omogočata enostavno gradnjo interaktivnih kompo-
nent, katerih cilj je poenostaviti razvojni proces in spodbuditi bolj udobno
uporabnǐsko izkušnjo. Podobni imeni tehnologij pa še ne pomenita, da med
njima ni razlik. Da jih pa razumemo, moramo imeti najprej osnovno znanje
glede obeh.
ReactJS je odprtokodna knjižnica JavaScripta, ki se uporablja za gra-
dnjo uporabnǐskih vmesnikov spletnih strani. Združitev hitrosti JavaScripta
in uporaba napredneǰsega načina upodabljanja spletnih strani pripelje do
visoke dinamičnosti in njihove odzivnosti [53]. Na drugi strani pa imamo
React Native. React Native je odprtokodno in hibridno ogrodje, uporabljeno
za razvoj medplatformnih mobilnih aplikacij. React Native prevaja kodo v
izvorne komponente mobilnih aplikacij, vendar kljub temu temelji na enakih




Začetki razvoja tehnologij ReactJS in React Native nista časovno usklajeni,
vendarle pa se njuni zgodovini vsekakor prepletata. Kot navdih za razvoj
knjižnice ReactJS je služilo ogrodje XHP. XHP predstavlja Facebookovo
različico PHP-ja, ki je postala odprtokodna leta 2010. Cilj njegovega razvoja
je bilo olaǰsanje programiranja v PHP-ju. XHP omogoča PHP-ju razumeti
XML dokumente na način, kot da so del PHP-ja. S tem se lahko pri pro-
gramiranju znebimo oznak PHP-ja, ki velikokrat povzročijo zmedo. Še ena
pozitivna lastnosti XHP-ja je ta, da dopušča definirati samostojne elemente
in s tem zapakirati kompleksno komponento v preprosto oznako XHP, ki služi
za večkratno uporabo. Poleg tega ima XHP tudi nekaj inženirskih prednosti,
ena izmed teh je možnost zaščite pred napadi XSS (ang. Cross-site scripting).
XHP vključuje samodejno zaščito pred napadi XSS, saj celotno upodabljanje
spletne strani poteka znotraj XHP-ja, ki je zmožen prepoznati jezik HTML.
To omogoča preverjanje kode uporabnǐskega vmesnika, kar posledično pre-
preči napade XSS. Vendar se je kljub kopici dobrih lastnosti, ki so sledile z
uporabo XHP-ja, ta izkazal za neuspešnega pri gradnji dinamičnih spletnih
aplikacij. Delovanje XHP-ja je implementirano tako, da se ob spremembi sta-
nja v spletni aplikaciji ta ponovno osveži. To povzroči izgubo vseh informacij
uporabnika, ki so bile prej shranjene v objektnem modelu dokumenta. Ravno
zaradi takšnega delovanja XHP ni bil kos naslednjemu velikemu problemu, ki
se je pojavil v podjetju Facebook, kar posledično pripelje do razvoja knjižnice
ReactJS [3].
Leta 2011 so se razvijalci na Facebooku začeli soočati s problemi vzdrževanja
kode. Hitra rast platforme je privedla do vse večjega števila zahtev ter funk-
cij v kodi in ekipa je potrebovala več inženirjev, ki bi delali na razvoju [26].
S tovrstno rastjo članov skupine in funkcij v aplikaciji je vzdrževanje kode
postajalo toliko bolj problematično. Sčasoma je njihova aplikacija postala
težko obvladljiva in razvoj se je hitro upočasnil. Velik problem so predsta-
vljale tako imenovane kaskadne posodobitve in njihova izvedba je zaradi hitre
rasti količine kode postajala vedno težja. Težko je bilo določiti, katere spre-
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membe v kodi so sploh potrebne za ponovno upodabljanje aplikacije. Vse to
pa je zahtevalo hitro rešitev. Zavedali so se, da je ponovno upodabljanje celo-
tnega spletnega mesta zaradi spremembe stanja zelo vplivalo na učinkovitost
njegovega delovanje, kakor tudi na uporabnǐsko izkušnjo. Facebook je mo-
ral optimizirati svoj razvojni proces in Jordan Walke, razvijalec programske
opreme na Facebooku, se je odločil to storiti s pomočjo JavaScripta. Predla-
gal je, da se XHP prenese v JavaScript. Tako je s svojo ekipo razvijalcev začel
delati na prototipu, ki bi izbolǰsal učinkovitost razvojnega procesa, hkrati
pa zagotovil primerneǰso uporabnǐsko izkušnjo. Še isto leto je ekipa izdala
knjižnico, imenovano FaxJS, ki jo je pa kmalu preimenovala v knjižnico, ki jo
danes poznamo pod imenom ReactJS. Facebook je hitro spoznal, da ReactJS
deluje hitreje kot katero koli drugo tovrstno ogrodje in je zaradi presenetlji-
vih rezultatov nadaljeval z njegovim razvojem. Nekaj mesecev za tem so se
pojavili že prvi odtenki knjižnice na spletni aplikaciji in izdelek je bistveno
spremenil Facebookov pristop k razvoju. Meseca maja 2013 na JavaScript
konferenci je Facebook predstavil ReactJS kot odprtokodno knjižnico in od
takrat ga razvijalci po vsem svetu aktivno uporabljajo [3, 59]. Vendar se
zgodba s tem ne zaključi. Leto prej je Mark Zuckerberg, ustanovitelj Face-
booka, dejal, da se bo Facebook poleg spletnega razvoja osredotočil tudi na
mobilni. To se je uresničilo leta 2015, ko je ista skupina inženirjev izdala
React Native, hibridno ogrodje za razvoj mobilnih aplikacij na mobilnih na-
pravah iOS in Android. Ogrodje je temeljilo na enakih načelih kot ReactJS
in je bilo v kratkem času sprejeto s strani ostalih inženirjev in podjetij [2].
4.2 Glavne lastnosti ogrodij
Z omembo izraza React pomislimo na ogrodje za razvoj dinamičnih upo-
rabnǐskih vmesnikov aplikacij z uporabo JavaScripta. Ravno zato sta Reac-
tJS in React Native v vseh pogledih skoraj enaka. React Native je bil zgrajen
na podlagi delovanja ReactJS-a, zato je krivulja učenja le-tega, s predzna-
njem knjižnice, enostavna. Glavne lastnosti uporabe in delovanja tehnologij
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ostajajo enake, kljub temu pa je med njima tudi nekaj razlik. V tem poglavju
bomo podrobneje spoznali glavne lastnosti in razlike med tehnologijama Re-
actJS in React Native.
4.2.1 Komponentni pristop k razvoju
Razvoj knjižnice ReactJS je posledično pripeljal do nastanka novega kon-
cepta, ki temelji na uporabi komponent. Koncept uporabljata obe tehnologiji
in njegov razvojni proces je spremenil način izdelave uporabnǐskih vmesni-
kov. Gre za metodo enkapsuliranja individualnih gradnikov, ki so del večjega
uporabnǐskega vmesnika v samostojne in neodvisne mikro sisteme – kompo-
nente [63].
Komponento si torej lahko predstavljamo kot majhno funkcionalnost, ki
je del uporabnǐskega vmesnika. Če bi opisali komponento v okviru Facebo-
okovega uporabnǐskega vmesnika, bi bilo okno za klepet ena komponenta,
sekcija komentarjev pod objavo druga, seznam prijateljev tretja in tako na-
prej. Vsaka od teh komponent obstaja v istem prostoru, vendar medsebojno
delujejo neodvisno. Ravno ta neodvisna narava komponent omogoča razvi-
jalcem, da ustvarijo uporabnǐski vmesnik z veliko različnimi gibljivimi deli.
Komponente so namenjene interakciji z drugimi komponentami, vsaka ima
svojo strukturo, svoje metode in lastne API-je. Običajno so zasnovane za
večkratno uporabo v različnih situacijah in mogoče jih je poljubno vstaviti v
uporabnǐske vmesnike več aplikacij.
Komponente so sestavljene po konceptu zahtev AJAX, pri katerih klici na
strežnik potekajo neposredno s strani odjemalca, kar omogoča dinamično po-
sodobitev DOM-a brez potrebe po osvežitvi celotne strani. Ravno tako ima
vsaka komponenta svoj vmesnik, s katerimi lahko izvaja klice na strežnik in
posodablja svoj del vmesnika. Lastnost neodvisnosti komponent med seboj
omogoča, da se lahko ena komponenta osveži, ne da bi vplivala na druge
komponente ali uporabnǐski vmesnik kot celoto. Tehnologije React ravnajo s
komponentami na izjemno dober način, in sicer z uporabo tako imenovanega
virtualnega DOM-a, katerega bomo v naslednjem podpoglavju podrobneje
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spoznali. Komponentni pristop k razvoju prav tako zahteva, da vse metode
in API-ji, ki se nanašajo na eno komponento, obstajajo znotraj strukture
te komponente. Tako obnašanje deluje nasprotno z arhitekturnim vzorcem
MVC, ki ločuje strukturo, pomožne metode in usmerjanje na različne ravni
aplikacije. To omogoča razvijalcem, ki uporabljajo komponentni pristop,
lažje sledenje aplikaciji, saj jim ni treba porabiti veliko časa, da bi ugotovili,
katere funkcije se nanašajo na katere dele uporabnǐskega vmesnika aplika-
cije [63, 11].
Komponentni pristop k razvoju spodbuja svobodo in odmik od togosti,
katerega so tradicionalna MVC ogrodja predstavila kot nekaj običajnega. Za
razvijalce, ki si želijo več nadzora nad svojimi aplikacijami in širši obseg
prilagajanja, je uporaba komponentnega pristopa odgovor.
4.2.2 Virtualni DOM
DOM je vmesnik, ki obravnava XML ali HTML dokumente kot drevesno
strukturo, kjer je vsako vozlǐsče predmet, ki predstavlja del dokumenta. Torej
DOM predstavi dokument z logičnim drevesom. Ravno zaradi te definicije
pa prihaja do zmešnjav pri uporabi pojma virtualni DOM.
V svetu uporabe tehnologij React, DOM predstavlja le eno od okolij, ka-
tero lahko React upodablja. Drugi dve glavni okolji sta iOS in Andriod.
React lahko podpira več okolij, ker je zasnovan tako, da sta usklajevanje in
upodabljanje dve ločeni fazi. To pomeni, da ReactJS in React Native upora-
bljata lastne upodabljavce okolij, medtem ko si delijo isti postopek usklaje-
vanja, ki ga zagotavlja jedro React-a. Ta postopek usklajevanja imenujemo
virtualni DOM [67].
Virtualni DOM je programski koncept, pri katerem se virtualna reprezen-
tacija uporabnǐskega vmesnika shranjuje v pomnilnik in sinhronizira z realno
reprezentacijo. Koncept se je razvil zaradi naraščanja pomembnosti manipu-
lacije DOM-a pri izdelavi interaktivnih spletnih strani. Manipulacija DOM-a
je precej počasneǰsa od večine JavaScript operacij, kar pa še poslabša celotno
situacijo, je dejstvo, da veliko JavaScript ogrodij posodobi DOM večkrat kot
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je dejansko potrebno [19, 68]
Kot primer imamo recimo seznam, ki vsebuje deset elementov. V se-
znamu spremenimo enega. Večina JavaScript ogrodij bi obnovila celoten
seznam, kar pa je desetkrat več dela kot je potrebno. Spremenjen je bil
samo en element, preostalih devet pa je ostalo popolnoma enakih. Sicer ob-
nova seznama take velikosti ne predstavlja problema spletnemu brskalniku,
vendar moderna spletna mesta vsebujejo veliko večje podatkovne strukture
in manipulacija DOM-a je veliko bolj pogosta. Ravno zato je neučinkovito
posodabljanje postalo resen problem. Kot rešitev tega pa so razvijalci Re-
acta razvili virtualni DOM. React vsaki realni reprezentaciji objekta oziroma
elementa uporabnǐskega vmesnika dodeli temu ustrezen virtualni objekt ozi-
roma element. Ta ima enake lastnosti kot realni objekt, vendar nima prave
moči, da bi lahko spremenil tisto, kar se prikazuje uporabniku na zaslonu.
Manipulacija takega abstraktnega objekta pa je v nasprotju z realnim ve-
liko hitreǰsa, saj se na zaslonu nič ne spremeni. Na to lahko gledamo kot
na spreminjanje gradbenega načrta v nasprotju s spreminjanjem dejanskih
prostorov v stavbi.
React z vsakim upodabljanjem elementa posodobi vse virtualne elemente.
To se slǐsi neverjetno neučinkovito, vendar se v resnici virtualna reprezenta-
cija posodobi s tako hitrostjo, da je cena posodobitve zanemarljiva in nepo-
membna. Ko se proces posodobitve konča, React primerja trenutni virtualni
DOM z navideznim posnetkom virtualnega DOM-a, ki je bil posnet tik pred
posodobitvijo. S primerjavo React ugotovi, kateri deli virtualnega DOM-a so
se zares spremenili. Proces primerjave imenujemo razlikovanje (ang. Diffing).
Z informacijami o tem, kateri objekti oziroma elementi virtualne repre-
zentacije so se spremenili, React izpelje posodobitev točno teh elementov v
realni reprezentaciji uporabnǐskega vmesnika. V našem preǰsnjem primeru
s seznamom desetih elementov bi bil React torej dovolj pameten, da ob-
novi le spremenjen element v seznamu, preostanek elementov pa pusti pri
miru [56, 19].
To naredi veliko razliko pri delu z manipulacijo uporabnǐskega vmesnika,
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zato uspešnost tehnologij React v veliki meri izvira ravno iz te inovacije.
Povzetek korakov usklajevanje:
1. Celotna posodobitev virtualnega DOM-a.
2. Virtualni DOM se primerja s posnetkom virtualnega DOM-a pred po-
sodobitvijo in React ugotovi, kateri elementi so se spremenili.
3. Spremenjeni elementi se posodobijo v realni reprezentaciji uporabnǐskega
vmesnika.
4. Spremembe v realni reprezentaciji povzročijo ustrezno posodobitev na
zaslonu uporabnika.
4.2.3 Enosmerni pretok podatkov
Obe tehnologiji uporabljata tehniko enosmernega pretoka podatkov, ki jo
najdemo predvsem v funkcionalno reaktivnem programiranju – programska
paradigma za reaktivno programiranje z uporabo gradnikov funkcionalnega
programiranja (preslikave, filtriranja itd.).
Enosmerni pretok podatkov pomeni, da imajo podatki le en sam način za
prenos v druge dele aplikacije. Z drugimi besedami – podrejene komponente
ne morejo posodobiti podatkov, ki prihajajo iz nadrejene komponenete (slika
4.1). Vsaka komponenta ima vgrajen objekt stanja, ki se mu reče tudi stanje
komponente, kjer se shranjujejo vrednosti njene lastnosti. Vse spremembe,
ki se zgodijo znotraj objekta stanja ene komponente, vplivajo le na kompo-
nento samo ter na njej podrejene komponente. Spreminjanje stanja kompo-
nente ne bo nikoli vplivalo na nadrejene komponente ali komponente na isti
ravni. Ravno zaradi tega je objekt stanja pomaknjen navzgor v komponen-
tnem drevesu, saj ga je s tem mogoče deliti med drugimi komponentami, ki
potrebujejo dostop do njega.
Glavna prednost enosmernega pretoka podatkov je, da se podatki v apli-
kaciji pretakajo v eni smeri, kar nam omogoča bolǰsi nadzor nad njo. Po-
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sledično smo zaradi večjega nadzora tudi manj nagnjeni k napakam, če pa
do teh pride, je njihovo odpravljanje veliko bolj enostavno, saj vemo, od kod
prihajajo podatki [64, 65].
Slika 4.1: Vizualna reprezentacija enosmernega pretoka podatkov
4.2.4 JavaScript XML
Glavna naloga tehnologij React je ustvarjanje dinamičnih elementov, ki se
odzovejo na akcije uporabnika in predstavljajo del uporabnǐskega vmesnika.
Njihovo izdelavo nam React omogoča z uporabo funkcije createElement().
Njena naloga je ustvariti in vrniti element React dane vrste (izvorna koda
4.1). Vendar je ustvarjanje elementov z uporabo te funkcije veliki večini
razvijalcev tuje in pripelje do zmede ter časovne potratnosti pri razvoju [1].
Kot rešitev problema je nastal JavaScript XML.
JavaScript XML, okraǰsano poznano tudi kot JSX, je dialekt jezika Ja-
vaScript, ki se ga močno priporoča ob uporabi tehnologij React. Omogoča
nam lažje in bolj razumljivo ustvarjanje elementov React, ki se prikažejo na
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zaslonu uporabnika (izvorna koda 4.2). Vsa koda, napisana z uporabo JSX-
a, bo pretvorjena v funkcijo createElement(), ki se nato samodejno izvede.
Cilj JSX-a je razvijalcu olaǰsati delo ustvarjanja elementov. Ravno zato je
njegova sintaksa zelo podobna jeziku HTML, pri kateremu se elemente pred-
stavi z različnimi vrstami oznak [37]. Oznake, ki se uporabljajo pri razvijanju
z ReactJS, se razlikujejo od oznak, ki se uporabljajo pri razvijanju z React
Native. O teh razlikah bomo povedali več kasneje.
1 function hello () {
2 return React.createElement("div", null , "Hello World!");
3 }
Izvorna koda 4.1: Uporaba funkcije createElement()
1 function hello () {
2 return <div>Hello World!</div>;
3 }
Izvorna koda 4.2: Uporaba sintakse JSX
Veliki večini razvijalcev je uporaba sintakse JSX bolj razumna, saj spo-
minja na sintakso jezika HTML. Vendar se moramo kljub temu, da sta si
sintaksi JSX-a in HTML-ja na videz zelo podobni, zavedati, da je JSX v
ozadju še vedno napisan v JavaScriptu, kar pripelje do določenih razlik pri
uporabi.
Vrstični slog
Dodajanje vrstičnega sloga posameznemu elementu se razlikuje pri upo-
rabi sintakse JSX, kar je razvidno iz primerov 4.3 in 4.4. Vrednosti atributov
znotraj lastnosti style so ovite z zavitimi oklepaji. S tem JSX prepozna
izraz. V notranjosti opazimo še drugi par zavitih oklepajev. Ta označuje
objekt CSS, ki vsebuje atribute in njihove vrednosti. Zapis font-size se z
uporabo JSX-a zapǐse kot fontSize. Vezaji ne sodelujejo dobro s sintakso
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JSX, zato je potrebno vse atribute, napisane z uporabo vezajev, spremeniti
in napisati z uporabo tehnike camelCase. Opazno je tudi, da so vrednosti
atributov zavite v narekovaje. Čeprav to ni nujno potrebno pri uporabi sloga
CSS, moramo vrednosti v večini primerov podati kot niz.
1 <h1 style="color: red; font-size: 16px;">
2 Hello World!
3 </h1>
Izvorna koda 4.3: HTML – vrstični slog
1 <h1 style= {{ color: "red", fontSize: "16px"}}>
2 Hello World!
3 </h1>
Izvorna koda 4.4: JSX – vrstični slog
Zapis CSS selektorja class
Zapis class v jeziku HTML je ob uporabi sintakse JSX spremenjen v clas-
sName (izvorna koda 4.5 in 4.6). Razlog spremembe temelji ravno na tem,
da JSX deluje na podlagi jezika JavaScript. Če bi uporabili zapis class, bi
prǐslo do napake, saj bi JavaScript interpretiral zapis kot da želimo ustvariti
nov razred JavaScript. Sicer danes to ni več potrebno, vendar se kljub temu
tak zapis zaradi stare navade še vedno uporablja.
1 <div class="label"></div>
Izvorna koda 4.5: HTML – zapis selektorja
1 <div className="label"></div>
Izvorna koda 4.6: JSX – zapis selektorja
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Referenciranje
JSX nam z uporabo zavitih oklepajev omogoča referenciranje spremen-
ljivk JavaScript. Znotraj oznak je potrebno dodati par zavitih oklepajev,
med katerim zapǐsemo ime spremenljivke. Z implementacijo primera 4.7 se
na zaslonu prikaže gumb z napisom ”Click me!”, saj je med oznakama gumba
dodana referenca na spremenljivko buttonText. Poleg spremenljivk lahko re-
ferenciramo tudi funkcije, recimo getButtonText(). V takšnem primeru se
znotraj gumba prikaže rezultat, ki ga funkcija vrne.
1 const buttonText = "Click me!";
2 ...
3 return <button>{buttonText}</button>;
Izvorna koda 4.7: JSX – referenciranje
Seveda obstajajo tudi druge razlike, ki pa jih lahko pri naštevanju iz-
pustimo, saj njihovo delovanje ne bi zrušilo delovanja aplikacije. JSX torej
služi kot izbolǰsava programerske izkušnje, ki omogoča ustvarjanje elemen-
tov na razumevajoč način in pripomore k temu, da naredi programsko kodo
uporabnǐskega vmesnika veliko bolj pregledno.
4.3 Razlike med ogrodjema
S pomočjo zgoraj navedenih informacij smo podrobneje spoznali glavne la-
stnosti, ki si ju ReactJS in React Native delita. Vendar pa se je treba kljub
vsem enakostim zavedati, da obstajajo razlike, ki jih moramo poznati, če
želimo obvladati in razumeti obe tehnologiji.
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Namestitev in priprava okolja
Ko pričnemo nov projekt z ReactJS je kot prvi korak potrebno izbrati
združevalec (ang. Bundler) JavaScripta, kot je recimo Webpack, in ugoto-
viti, katere module potrebujemo za nov projekt. Združevalec JavaScripta
je orodje, ki vso kodo in njene odvisnosti (ang. Dependencies) združi v
eno JavaScript datoteko. V nasprotju z ReactJS, pri kateremu potrebujemo
združevalec JavaScripta in seznam ustreznih modulov, pride React Native na
voljo z vsem, kar potrebujemo za takoǰsnje pisanje kode novega projekta. Le
z enim vnosom v ukazno vrstico je možno namestiti vse osnovne module za
zagon projekta. Pred zagonom aplikacije pa je potrebno namestiti Xcode za
naprave iOS ali Android Studio za naprave Android. Obe orodji omogočata
zagon aplikacije na mobilnih napravah [48].
Oznake elementov JSX
ReactJS nam dopušča uporabo oznak jezika HTML znotraj JavaScripta.
To je možno zaradi uporabe dialekta JSX, katerega smo prej podrobneje
predstavili. Ta omogoča razvijalcem lažje definiranje in razumevanje ele-
mentov. React Native ravno tako uporablja sintakso JSX, vendar ne upora-
blja oznak HTML. React Native ponuja alternativne oznake, ki delujejo na
podoben način. Te oznake se preslikajo v izvorne elemente posamezne plat-
forme, kateri se prikažejo na zaslonu mobilne naprave. Zaradi spremembe
oznak odpade možnost uporabe katerih koli knjižnic, ki sodelujejo z ReactJS
in upravljajo z elementi HTML. Kljub temu razlike oznak niso velike in je
večino oznak, ki jih zagotavlja React Native, mogoče prevesti v nekaj po-
dobnega oznakam jezika HTML, kjer je na primer oznaka <View> podobna
oznaki <div> in oznaka <Text> podobna oznaki <p> [48].
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Dodajanje stilov
Za definiranje stilov elementov, ki so vidni na uporabnikovem zaslonu,
lahko ReactJS uporablja objekte v jeziku JavaScript ali CSS. Na podlagi
pravil povemo elementu, kako naj se ta prikaže na zaslonu. Določamo lahko
barve, velikosti, odmike, poravnave, obrobe, pozicije in vrsto drugih atri-
butov. Prav tako pa lahko nadziramo aktivnosti, ki jih izvaja uporabnik
nad elementi strani in poskrbimo za animacije, ki popestrijo uporabnǐsko
izkušnjo [15]. Pri ogrodju React Native pa je stiliranje elementov mogoče
le tako, da ustvarimo objekt stilov JavaScript. Sintaksa je podobna kot pri
uporabi CSS-ja, vendar ni povsem enaka. Treba se je zavedati, da React Na-
tive ni narejen iz spletnih elementov, kar pomeni, da jih ni mogoče oblikovati
na enak način. Ni pa težko poiskati alternativne rešitve, ki so na voljo za
dosego tega, kar potrebujemo [48, 62].
V poglavju smo opravili teoretični pregled tehnologij React. Spoznali
smo glavne značilnosti, ki si ju tehnologiji delita, in prav tako predstavili
tudi razlike med njima. S pregledom teorije smo pravzaprav naredili prvi ko-
rak v svet Reacta. V naslednjem poglavju bomo z implementacijo praktičnih
primerov zgradili več vrst dinamičnih uporabnǐskih vmesnikov in s tem pred-
stavili ključne koncepte tehnologij React.
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Poglavje 5
Ključni koncepti in delovanje
tehnologij React
Do sedaj smo spoznali glavne lastnosti in razlike tehnologij ReactJS in React
Native. Za bolǰse razumevanje teh pa smo se prav tako osredotočili tudi
na področja, kjer se tehnologiji uporabljata, in s tem pridobili širok spekter
znanja, ki zajema osnove spletnega in mobilnega razvoja. Če pa še enkrat
preletimo vsebino poglavij, opazimo, da se načinov uporabe tehnologij še
nismo dotaknili. Ravno zato bomo v nadaljevanju spoznali ključne koncepte
in funkcionalnosti, ki nam ju ReactJS in React Native ponujata.
Razlik med koncepti in načinom pisanja kode med tehnologijama ni veliko,
vendar lahko zaradi tega, ker se ena tehnologija uporablja pri spletnem, druga
pa pri mobilnem razvoju, med njima pričakujemo nekaj neenakosti. S tem
v mislih bomo v primeru, kjer nastopijo razlike, predstavili koncept in kodo
obeh tehnologij, v nasprotnem primeru, torej če je delovanje oziroma način
implementacije konceptualno enak, pa bomo predstavili koncept le z uporabo
ene izmed tehnologij, in sicer ReactJS. Funkcionalnosti, ki nam ju tehnologiji
ponujata, bomo spoznali na podlagi praktičnih primerov oziroma enostavnih
aplikacij, saj bomo s tem funkcionalnosti tudi najbolje razumeli. Za bolǰsi
pregled in razumevanje tehnologij se ne bomo osredotočali na definicije stilov,




Za uspešen prikaz vsebine na uporabnikovem zaslonu je pri obeh tehnologi-
jah potrebno vključiti specifične knjižnice, ki poskrbijo za pravilno delovanje.
Knjižnica, ki jo morata uporabiti obe tehnologiji, se imenuje react. Poleg te
ReactJS zahteva vključitev knjižnice react-dom, React Native pa uporabo
knjižnice react-native. V poglavju 4.2.2 smo spoznali, da ReactJS in Re-
act Native uporabljata lastne upodabljavce okolij in vključitev specifičnih
knjižnic na podlagi tehnologije, ki jo uporabljamo, namiguje ravno na to in
omogoča, da React ne cilja samo na prikazovanje vsebine v enem okolju.
Knjižnica react – vsebuje kodo, ki definira komponento React in določa od-
nose med njimi. V tipični aplikaciji React ustvarimo veliko število različnih
komponent, ki jih združimo tako, da na koncu tvorijo dejansko uporabno
aplikacijo. Knjižnica react je sama zadolžena, da ta celoten postopek deluje
pravilno.
Knjižnica react-dom – z uporabo metod, ki jih knjižnica ponuja, se zbirko
komponent, ki smo jih definirali v aplikaciji, prikaže v uporabnikovem sple-
tnem brskalniku.
Knjižnica react-native – poskrbi, da se komponente ustrezno prikažejo
na zaslonu mobilne naprave. Poleg tega knjižnica vsebuje vnaprej definiran
nabor osnovnih komponent, katere služijo kot sestavni deli samozgrajenih in
kompleksneǰsih komponent. Osnovne komponente se pred prikazom na za-
slonu preslika v izvorne elemente uporabnǐskega vmesnika, ki jih nudi ciljna
platforma.
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5.2 Komponentna načela in sistem React props
5.2.1 Komponente
Ključni del tehnologij React predstavljajo komponente, katere smo že bežno
omenili v poglavju 4.2.1. Z njihovo pomočjo lahko razdelimo uporabnǐski
vmesnik na neodvisne ter ponovno uporabne dele. Poznamo dve vrsti kom-
ponent – funkcijske in razredne, značilnosti katerih bomo podrobneje spoznali
tekom poglavja. Poglavitna naloga komponente je ustvariti blok kode, ki se
prikaže na uporabnǐskem vmesniku. Poleg tega služijo za obravnavo povra-
tnih informacij uporabnika, na podlagi katere lahko nato ustrezno odreagi-
ramo [13]. Spodaj sta prikazana primera funkcijske in razredne komponente
(izvorna koda 5.1 in 5.2). Obe komponenti morata vsebovati metodo re-
turn(), ki vrne JSX, zapisan znotraj metode. Kadar koli imamo več vrstic
kode JSX, pomaknemo celoten blok pod izraz return in ga ovijemo s parom
navadnih oklepajev. Začetni oklepaj se mora nahajati v isti vrstici kot izraz
return, zaključni oklepaj pa postavimo v vrstico pod JSX kodo.
1 const App = () => {
2 return <h1>Hello World <h1>
3 }
Izvorna koda 5.1: Funkcijska komponenta
1 class App extends React.Component {
2 render () {
3 return (
4 <div>





Izvorna koda 5.2: Razredna komponenta
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Za učinkovito implementacijo aplikacij React je potrebno poznati in upoštevati
tri načela komponent:
• Gnezdenje – eno komponento je možno prikazati znotraj druge kom-
ponente.
• Ponovna uporaba – želimo ustvariti komponente, ki jih je mogoče
na enostaven način znova uporabiti v naši aplikaciji.
• Konfiguracija – komponente želimo sestaviti tako, da jih lahko ob
uporabi konfiguriramo, če je to potrebno. Konfiguracija je tesno pove-
zana s ponovno uporabo.
Pisanje kode v Reactu brez upoštevanja zgornjih načel je zelo nepregle-
dno. Razvijalec se hitro znajde v morju podvojene kode in porabi veliko
časa, da se v njej orientira. Posledično nastopijo težave ob želji posodobitve
posameznega odseka kode in možnost nastanka hroščev se izjemno poveča.
Za bolǰso ponazoritev nevšečnosti, s katerimi se sooča vsak razvijalec, ki ne
upošteva zgornjih načel, bomo opisali razvojni proces kraǰse aplikacije React
in s pomočjo te spoznali še nekatere ključne koncepte tehnologij React.
Cilj aplikacije je enostaven – prikazati želimo množico objav uporabnikov.
Posamezna objava je sestavljena iz štirih različnih delov, in sicer imena upo-
rabnika, univerzalne slike uporabnǐske ikone, časa nastanka objave ter njene
vsebine. Predlog videza spletnega mesta je prikazan na sliki 5.1. Sprva upora-
bimo naivni pristop, pri katerem ne upoštevamo nobenega od prej omenjenih
načel. Kodo naivnega pristopa zapǐsemo znotraj datoteke index.js. Njena
vsebina je prikazana na primeru 5.3.
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Slika 5.1: Predlog videza spletnega mesta
1 import React from 'react ';
2 import ReactDom from 'react-dom ';
3




8 <img className="avatar" alt="avatar" src="./
user.png" />
9 <div className="postContent">
10 <p className="author">Sam </p>
11 <div className="metadata">
12 <span className="date">Today at 6:00 </span>
13 </div>






18 <img className="avatar" alt="avatar" src="./
user.png" />
19 <div className="postContent">
20 <p className="author">Lucy </p>
21 <div className="metadata">
22 <span className="date">Today at 15:23 </span>
23 </div>




28 <img className="avatar" alt="avatar" src="./
user.png" />
29 <div className="postContent">
30 <p className="author">Jack </p>
31 <div className="metadata">
32 <span className="date">Yesterday </span>
33 </div>






Izvorna koda 5.3: Naivni pristop implementacije
S tem ko pri pisanju kode ne sledimo načelom, ki smo jih spoznali, opa-
zimo, da se znotraj te pojavi veliko podobnih vzorcev. Uporaba naivnega
pristopa hitro pripelje do nepreglednosti ter zmede pri obravnavi kode. Po-
sodobitve oziroma spremembe v kodi je vse težje izvajati ter nadzorovati.
Izpostavljenim problemom pa se lahko enostavno izognemo. Potrebno je
upoštevati zgornja načela in ustvariti komponento, ki se jo lahko znotraj
aplikacije poljubno mnogokrat uporabi in ob potrebi tudi konfigurira. Kot
rešitev sledimo nizu korakov, katere kot razvijalec izvedemo čisto vsakič, ko
želimo ustvariti nastavljivo komponento, ki služi večkratni uporabi [13].
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Koraki implementacije:
1. Identificiramo podvojen JSX v aplikaciji.
2. Izberemo ime, ki ustreza namenu bloka kode – to predstavlja ime kom-
ponente, ki jo nameravamo implementirati.
3. Ustvarimo novo datoteko za namestitev komponente. Datoteka naj ima
enako ime kot komponenta (morebitna izjema – komponenta App).
4. Znotraj datoteke ustvarimo novo komponento (razredno ali funkcijsko)
in vanjo prilepimo identificiran JSX.
5. Komponento preuredimo tako, da jo je mogoče konfigurirati.
Z novo pridobljenim znanjem lahko sedaj enostavno sledimo korakom ter
ustrezno spremenimo kodo znotraj naše aplikacije.
1. Korak – Podvojen JSX ni težko identificirati. Na primeru 5.4. je
označen blok kode, za katerega je razvidno, da se znotraj aplikacije večkrat
pojavi. Razlika je le med zapisano vsebino objave.
1 <div className="post">
2 <img className="avatar" alt="avatar" src="./ user.png" /
>
3 <div className="postContent">
4 <p className="author">Sam </p>
5 <div className="metadata">
6 <span className="date">Today at 6:00 </span>
7 </div>
8 <p className="text">Early bird gets the worm!</p>
9 </div>
10 </div>
Izvorna koda 5.4: Podvojen JSX
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2. Korak – Potrebno je premisliti o namenu komponente, ki jo želimo ustva-
riti in jo na podlagi tega ustrezno poimenovati. Cilj bloka kode, ki smo ga
identificirali kot podvojenega, je prikazati objavo in njene podrobnosti, zato
se odločimo komponento poimenovati PostDetail. Na način poimenovanja je
potrebno biti pozoren in ime komponente je potrebno vedno pričeti z veliko
začetnico. V nasprotnem primeru se uporaba komponente obravnavana kot
vgrajen React element. Nepravilno poimenovanje pri ReactJS vrne opozo-
rilo, prikazano na sliki 5.2. React Native pa v takšnem primeru vrne napako,
prikazano na sliki 5.3. Dobro poimenovane komponente olaǰsajo delo iska-
nja po projektu, saj lahko razvijalec že na podlagi njihovih imen ugotovi,
čemu služijo. Torej premǐsljeno izbrana imena pripeljejo do pregledneǰsega
projekta.
Slika 5.2: ReactJS – napačno poimenovanje
Slika 5.3: React Native – napačno poimenovaje
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3. Korak – Po ustrezno izbranem imenu komponente sledi naslednji ko-
rak. Ustvarimo novo datoteko JavaScript, ki je poimenovana enako kakor
komponenta – PostDetail.js.
4. Korak – V novo ustvarjeni datoteki pripravimo komponento. V našem
primeru ustvarimo funkcijsko komponento, znotraj katere prilepimo identi-
ficiran blok kode JSX. Blok prilepimo znotraj metode render(). Privzeto
so vse različne datoteke, ki jih ustvarimo v projektu, segmentirane od dru-
gih datotek, kar pomeni, da sta datoteki index.js in PostDetail.js neodvisni.
Če želimo, da je komponenta PostDetail na voljo vsem ostalim datotekam
znotraj projekta, jo je potrebno izvoziti. To storimo s pomočjo uporabe iz-
raza export default <ime-komponente> na dnu datoteke PostDetail.js, kar
omogoči vsem ostalim datotekam enostavno vključitev izpostavljene kompo-
nente. Za vključitev je potrebno uporabiti izraz import <ime-komponente>
from <relativna-pot-do-datoteke>. Pravilna uporaba izrazov je tista, ki tvori
dejansko povezavo med datotekama (slika 5.4). Vključeno komponento upo-
rabimo znotraj druge komponente tako, da jo interpretiramo kot oznako
JSX, pri čemer lahko komponento uporabimo poljubno mnogokrat. Poso-
dobljena različica datoteke index.js, v kateri vključimo in uporabimo kompo-
nento PostDetail, je prikazana na primeru 5.5.
Dobra praksa pri razvoju aplikacije z uporabo tehnologij React je pred-
stavitev njenega stanja z diagramom komponente hierarhije (slika 5.5). Di-
agram prikaže primerke (ang. Instance) komponent, povezane znotraj naše
aplikacije, ter odnose med njimi. Slika 5.5 prikazuje en primerek kompo-
nente App, pod katero so prikazani tri primerki komponente PostDetail. Za-
radi tega, ker so komponente PostDetail vgnezdene znotraj komponente App,
poimenujemo komponento App kot starševsko (ang. Parent component) in
komponento PostDetail kot otroško komponento (ang. Child component).
Primerke komponent med seboj ustrezno povežemo.
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Slika 5.4: Izvoz in vključitev komponente
1 import PostDetail from './ PostDetail '
2









Izvorna koda 5.5: Gnezdenje komponent
5. Korak – Trenutna različica komponente PostDetail vsebuje le statične
podatke. Vendar želimo komponento spremenimo tako, da lahko podatke
poljubno prilagodimo vsakič, ko komponento uporabimo. Rešitev dosežemo
z uporabo sistema React props.
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Slika 5.5: Diagram komponentne hierarhije
5.2.2 Sistem React props
Sistem React props se uporablja za pretok podatkov iz starševske v otroško
komponento in nam omogoča, da otroški komponenti dodamo nastavljive
lastnosti (ang. Properties), s katerimi lahko natančno konfiguriramo njeno
obnašanje in vsebino, ki jo prikazuje [13]. Uporabo sistema ločimo na dve
stopnji.
Prva stopnja predstavlja posredovanje podatkov otroški komponenti. To
storimo tako, da znotraj oznak komponente zapǐsemo poljubno ime lastno-
sti in vrednost, ki jo želimo vanjo posredovati (slika 5.6). Vrednost nima
določenega tipa spremenljivke, kar pomeni, da lahko zavzema obliko niza,
števila, objekta, spremenljivke JavaScript itd. Lastnosti ter njihove vredno-
sti, ki jih ustvarimo znotraj enega primerka komponente, se ne preslikajo v
ostale, temveč so na voljo le znotraj edinstvene različice te komponente.
Druga stopnja uporabe sistema React props temelji na uporabi lastnosti,
ki jih posredujemo v otroško komponento. Vsaka lastnost je shranjena v
obliki para ključ-vrednost, znotraj objekta, ki je podan kot prvi argument v
komponenti. Objekt se po dogovoru imenuje props. Na vrednosti atributov
objekta se sklicujemo kot na spremenljivke JavaScript, pri čemer React po-
skrbi, da se vrednost lastnosti ustrezno prikaže na vseh mestih, kjer lastnost
uporabimo.
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Pravilna uporaba sistema React props, implementirana na podlagi naše
aplikacije, je naslednja. V starševski komponenti (komponenta App), zno-
traj vsake od oznak komponente PostDetail, dodamo tri različne lastnosti
ter vsaki dodelimo svoje vrednosti (izvorna koda 5.6). S tem posredujemo
podatke v otroško komponento (komponenta PostDetail), znotraj katere s
pomočjo objekta props dostopamo do posredovanih podatkov in jih zame-
njamo s statičnimi (izvorna koda 5.7).
Slika 5.6: Posredovanje lastnosti v komponento
1 <PostDetail
2 author="Sam"
3 timePosted="Today at 06:00"
4 content="Early bird gets the worm!"
5 />
Izvorna koda 5.6: Sistem React props – posredovanje
1 const PostDetail = (props) => {
2 return (
3 <div className="post">














Izvorna koda 5.7: Sistem React props – uporaba
5.3 Sistem React state in metode življenjskega
cikla razrednih komponent
Funkcijske komponente se odločimo uporabiti takrat, ko želimo uporabniku
prikazati nekaj preproste vsebine, ki ne potrebuje veliko logike za delovanje.
V nasprotnem primeru se odločimo za uporabo razrednih komponent. Več
informacij o razrednih komponentah bomo spoznali tekom poglavja, v kate-
rem se bomo osredotočili na predstavitev razvojnega procesa naslednje React
aplikacije. Poleg tega bomo v poglavju opisali delovanje sistema React state
in metod življenjskega cikla razrednih komponent.
Cilj aplikacije je ugotoviti, katero sezono – poletno ali zimsko – uporabnik
trenutno doživlja in na podlagi rezultata prikazati ustrezno vsebino na za-
slonu. Predlog videza spletnega mesta je prikazan na sliki 5.7. Za določitev
sezone potrebujemo dva podatka. Prvi podatek je uporabnikova lokacija, na
podlagi katere ugotovimo, ali se uporabnik nahaja na severni ali na južni
polobli. Drugi podatek je trenutni mesec v letu.
Uporabnik doživlja zimsko sezono v dveh primerih:
• Če se nahaja se na severni polobli, med mesecem oktobrom in marcem.
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• Če se nahaja se na južni polobli, med mesecem marcem in oktobrom.
Uporabnik doživlja poletno sezono v dveh primerih:
• Če se nahaja se na severni polobli, med mesecem marcem in oktobrom.
• Če se nahaja se na južni polobli, med mesecem oktobrom in marcem.
Slika 5.7: Predlog videza spletnega mesta
Aplikacijo sestavljata dve komponenti – App ter SeasonDisplay. Kompo-
nenta App je vsebovana znotraj datoteke index.js in je zadolžena za določitev
uporabnikove lokacije, katero s pomočjo sistema React props posredujemo v
komponento SeasonDisplay. Komponenta SeasonDisplay je vsebovana zno-
traj datoteke SeasonDisplay.js in njena naloga je, da na podlagi uporabni-
kove lokacije in trenutnega meseca določi sezono, ki jo uporabnik doživlja, in
glede na njeno vrsto vrne ustrezen blok kode JSX, ki se prikaže na zaslonu.
Diagram komponente hierarhije, ki prikazuje odnose med komponentama, je
prikazan na sliki 5.8.
Določitev uporabnikove lokacije
Način določitve uporabnikove lokacije se med ReactJS in React Native ne
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Slika 5.8: Diagram komponentne hierarhije
razlikuje. Ne glede na to, s katero tehnologijo razvijamo, lahko v obeh pri-
merih za pridobitev uporabnikove lokacije koristimo Geolocation API [27].
Če razvijamo s knjižnico ReactJS, je potrebno le sklicevanje na objekt na-
vigator.geolocation. V primeru, da razvijamo z ogrodjem React Native, pa
uporabimo objekt Geolocation, ki ga vključimo z uporabo knjižnice @react-
native-community/geolocation. Za pridobitev uporabnikove lokacije upora-
bimo metodo getCurrentPosition() (izvorna koda 5.8). V metodo vključimo
dva argumenta. Prvi argument predstavlja povratno funkcijo (ang. Callback
fucntion), ki se izvede vsakič, ko metoda pravilno vrne uporabnikovo loka-
cijo. Drugi argument predstavlja povratno funkcijo, ki se izvede vsakič, ko
metoda ne more določiti uporabnikove lokacije. Znotraj vrnjenega objekta
se ob uspešno opravljenem klicu hranijo podatki o uporabnikovi lokaciji. S
pomočjo atributa latitude ugotovimo, na kateri polobli se uporabnik nahaja.
1 const App = () => {
2 window.navigator.geolocation.getCurrentPosition(
3 (position) => console.log(position),




7 return <div>Latitude: </div>
8 };
Izvorna koda 5.8: Določitev lokacije s funkcijsko komponento
Problem in rešitev
V primeru, da komponento App definiramo kot funkcijsko, nastopimo
do problema, saj nam ta ne dopušča uporabe in prikaza vrednosti atirbuta
latitude na zaslonu. Metoda getCurrentPosition() se ne izvede v trenutku,
temveč je za njen odziv potrebno počakati določeno število časa. Med sa-
mim čakanjem na rezultat zahteve komponenta App vrne kodo JSX in ta
se prikaže na uporabnikovem zaslonu (glej sliko 5.9). Torej je ob upodobi-
tvi komponente vrednost atributa nedoločena in se posledično na zaslonu ne
prikaže. Problema le z uporabo funkcijske komponente ni mogoče rešiti.
Slika 5.9: Diagram delovanja z uporabo funkcijske komponente
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Rešitev dosežemo z uporabo razredne komponente v povezavi s sistemom Re-
act state. Kombinacija teh dveh ključnih konceptov nam omogoča ponovno
upodobitev komponente oziroma posodobitev vsebine z novo pridobljenimi
podatki. Pri definiranju razredne komponente je potrebno biti pozoren na
pravila, brez katerih komponente ni mogoče sestaviti [58].
Pravila razredne komponente:
• Komponento je treba definirati kot razred JavaScript.
• Razred mora razširjati (ang. Extend) React.Component.
• Komponenta mora vsebovati metodo render(), ki vrne JSX.
Na podlagi zgornjih pravil pripravimo razredno komponento. Sprva defini-
ramo razred JavaScript in ga razširimo z React.Component. S tem pridobimo
dostop do množice metod, vgrajenih v razred React.Component. Znotraj
ustvarjenega razreda definiramo metodo render(), v katero dodamo izraz re-
turn, ter vso kodo JSX, ki jo želimo prikazati na zaslonu. Blok kode, ki
določa uporabnikovo lokacijo, prav tako vključimo znotraj metode render().
Razredna komponenta je prikazana na primeru 5.9. Uporaba razredne kom-
ponente nam dopušča uporabo sistema React state.
1 class App extends React.Component {
2 render () {
3 window.navigator.geolocation.getCurrentPosition(
4 (position) => console.log(position),
5 (err) => console.log(err)
6 );
7
8 return <div>Latitude: </div>
9 }
10 }
Izvorna koda 5.9: Določitev lokacije z razredno komponento
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5.3.1 Sistem React state
State je JavaScript objekt, ki vsebuje podatke, relevantne za posamezno kom-
ponento [61]. Vsaka komponenta definira svoj objekt state, ki je zaseben in
do katerega ostale komponente ne morejo dostopati. State v celoti nadzira
komponenta, v kateri se objekt nahaja. Posodobitev objekta state znotraj
komponente povzroči (skoraj) takoǰsnjo ponovno upodobitev komponente
(klic metode render()) in posledično vseh vsebovanih otroških komponent.
Objekt state je potrebno inicializirati, ko je komponenta ustvarjena, posodo-
bitev objekta pa je možna le z uporabo metode setState().
Inicializacija
State se inicializira v posebni metodi znotraj razredne komponente, ime-
novani constructor() [58]. Metoda ni specifična za React, temveč za jezik
JavaScript. Metoda constructor() je prva, ki se jo kliče, vsakič, ko se ustvari
nov primerek razreda JavaScript, v katerem je metoda vsebovana. Ravno
zaradi tega je metoda constructor() odlična lokacija za inicializacijo objekta
state, saj je tega potrebno definirati, ko je komponenta ustvarjena. Metoda
se ob izvedbi samodejno kliče z objektom props kot argument. Ključno je,
da znotraj metode constructor() vedno dodamo izraz super(props). Razlog je
naslednji; razred React.Component prav tako vsebuje svojo metodo construc-
tor(), v kateri je zapisana določena količina kode, ki je ključna za pravilno
delovanje razreda. Vendar s tem, ko definiramo metodo constructor() znotraj
razredne komponente, povozimo (ang. Override) metodo, ki je vsebovana v
razredu React.Component. Da se to ne zgodi, kličemo super(props), pri čemer
je super referenca na metodo constructor() razreda React.Component. V na-
sprotnem primeru React vrne napako in pozove, da kličemo super(props)
znotraj metode constructor().
Objekt state inicializiramo pod klicem super(props) z uporabo this.state,
tipa objekt. Znotraj objekta zapǐsemo relevantne podatke, ki jih želimo kori-
stiti pri implementaciji komponente. Atributom, ki jih inicializiramo znotraj
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objekta state, je potrebno dodeliti začetno vrednost. V našem primeru inici-
aliziramo podatek latitude ter mu določimo začetno vrednost null. Na objekt
state in njegove atribute se lahko po pravilno izvedeni inicializaciji sklicujemo
v vseh metodah znotraj komponente. State atribut latitude kličemo znotraj
kode JSX z zapisom izraza this.state.latitude.
Metodo render() ne želimo preobremeniti z nepotrebnim delom, saj se
ponovno izvede ob vsaki posodobitvi objekta state. Ravno zato premaknemo
logiko za določitev uporabnikove lokacije znotraj metode constructor() in s
tem prav tako zagotovimo, da se v trenutku, ko se komponenta prikaže na
zaslonu, prične pridobitev uporabnikove lokacije. Izvorna koda 5.10 prikazuje
uporabo sistema React state znotraj razredne komponente.




5 this.state = { latitude: null };
6
7 window.navigator.geolocation.getCurrentPosition(
8 (position) => console.log(position),




13 render () {
14 return <div>Latitude: {this.state.latitude} </div>
15 }
16 }
Izvorna koda 5.10: Uporaba sistema React state
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Posodobitev
Posodobitev objekta state je možna le z uporabo metode setState(). Kot
argument ji podamo objekt, znotraj katerega dodelimo posodobljene vredno-
sti ustreznim atributom [58]. Preostanek atributov objekta ostane nespreme-
njenih. V našem primeru želimo ob pridobitvi odziva o uporabnikovi lokaciji
posodobiti atribut latitude ter mu dodeliti vrednost position.coords.latitude.
Nikoli ne želimo izvesti neposredne dodelitve objektu state. Edina izjema
tega pravila je dejanska inicializacija (izvorna koda 5.11).
Vključitev posodobitve objekta state v aplikacijo odpravi problem, ki
ga ni mogoče rešiti le z uporabo funkcijskih komponent. S pomočjo upo-
rabe razredne komponente ter sistema React state uspešno prikažemo vsebino
atributa latitude na zaslonu, saj ob pridobitvi odziva metode getCurrentPo-
sition() posodobimo objekt state in s tem povzročimo ponovno upodobitev
komponente z novo pridobljenimi podatki (glej sliko 5.10).
1 window.navigator.geolocation.getCurrentPosition(
2 (position) => {
3 // Pravilna posodobitev
4 this.setState ({ latitude: position.coords.latitude
});
5
6 // Nepravilna posodobitev
7 this.state.latitude = position.coords.latitude;
8 },
9 (err) => console.log(err)
10 );
Izvorna koda 5.11: Posodobitev objekta state
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Opazimo, da je na sliki 5.9 med prikazom vsebine in pridobitvijo od-
ziva uporabnikove lokacije prisoten zelo majhen časovni interval, kjer je vre-
dnost state atributa latitude enaka null, kar pomeni, da se ta na zaslonu
ne prikaže. Ker želimo doseči najbolj elegantno uporabnǐsko izkušnjo, je v
primerih, ko vrednost še ni na voljo za uporabo, zaželeno uporabniku pri-
kazati vsebino, s katero sporočimo, da se ključna vsebina nalaga. Zaželeno
obnašanje dosežemo z uporabo pogojne upodobitve, ki omogoča prikaz kode
JSX v odvisnosti z objektom state ali katero drugo spremenljivko [14]. V
našem primeru uporabimo state atribut latitude. Pod pogojem, da latitude
zavzema vrednost null, prikažemo sporočilo o nalaganju. V nasprotnem pri-
meru pa prikažemo vrednost state atributa.
Na splošno se želimo znotraj metode render()izogniti večkratni uporabi
metode return(). Dobra praksa je, da pogojno logiko zapǐsemo znotraj
pomožne metode, katero nato kličemo v metodi render(). Ravno zaradi tega
ustvarimo pomožno metodo renderContent(), v katero zapǐsemo logiko po-
gojne upodobitve. Metodo renderContent() nato kličemo znotraj metode
return(), pri čemer more biti ta ovita v vsaj en par oznak JSX. Uporaba
pogojne upodobitve je prikazana na primeru 5.12.
1 renderContent () {
2 if(this.state.latitude) {



















Izvorna koda 5.12: Pogojna upodobitev znotraj pomožne metode
5.3.2 Metode življenjskega cikla razredne komponente
Vsaka razredna komponenta ima možnost definirati in uporabiti metode
življenjskega cikla, s katerimi si lahko pomagamo pri razvoju aplikacije. V
primeru, da eno izmed metod definiramo, se bo ta samodejno klicala ob točno
določenih trenutkih znotraj življenjskega cikla komponente. Življenjski cikel
komponente lahko delimo na tri ključne faze – pritrditev, posodobitev ter
izpenjanje. Ob pričetku vsake izmed faz se v natančno določenem vrstnem
redu izvedejo določene metode [58, 12].
Pritrditev (ang. Mounting) – postopek oddajanja virtualne predstavitve
komponente v končno predstavitev uporabnǐskega vmesnika. Torej se ustvari
nov primerek komponente, ki se prikaže na zaslonu [58].






Posodobitev (ang. Updating) – faza ponovne upodobitve komponente na
podlagi posodobitev. Posodobitve lahko povzročijo spremembe vrednosti
objekta props ali state [58].






Izpenjanje (ang. Unmounting) – prikaz komponente ni več potreben, zato
se jo odstrani iz uporabnǐskega vmesnika [58].
Izvedba metod v fazi izpenjanja:
1. componentWillUnmount()
Z metodama constructor() in render() smo se že seznanili in ju uporabili pri
razvoju aplikacije. Poleg njiju pa obstaja še kopica drugih metod, katere
lahko znotraj naše komponente definiramo in vanje vključimo logiko, ki se
izvede ob klicu posamezne metode. V nadaljevanju se bomo osredotočili in
predstavili le najbolj pogosto uporabljene metode, saj te zajemajo večino
primerov uporabe, ki jih srečamo pri implementaciji razrednih komponent.
Za lažje razumevanje si lahko pomagamo s sliko 5.11, na kateri so prikazane
faze življenjskega cikla komponente, ki so časovno razporejene in vključujejo
metode, ki jih bomo predstavili.
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Slika 5.11: Faze življenjskega cikla
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componentDidMount() – metoda se kliče takoj, ko se komponenta prikaže
na uporabnikovem zaslonu. Predstavlja odlično lokacijo za enkratno inicia-
lizacijo nalaganja podatkov ali za začetek izvajanja zunanjega procesa, na
primer določitev trenutne lokacije uporabnika. Čeprav lahko omenjene funk-
cionalnosti opravimo tudi znotraj metode constructor(), je dobra praksa, da
to storimo z uporabo metode componentDidMount() [58, 40].
componentDidUpdate() – klic metode se izvede po vsaki posodobitvi
komponente. Posodobitev lahko izkoristimo za opravljanje dela na upo-
rabnǐskem vmesniku. Prav tako predstavlja metoda dobro lokacijo za iz-
vedbo nalaganja podatkov, ki jo je potrebno opraviti po vsaki posodobitvi.
Če želimo znotraj metode uporabiti metodo setState(), jo je potrebno oviti v
pogojni stavek. V nasprotnem primeru povzročimo neskončno zanko [58, 40].
componentDidUnmount() – metoda se kliče tik pred odstranitvijo kom-
ponente iz uporabnǐskega vmesnika. Znotraj te po potrebi počistimo za kom-
ponento, na primer, prekličemo izvajanje nedokončanih zahtev ali odstranimo
dodeljene poslušalce dogodkov (ang. Event Listeners). Metode setState() v
componentDidUnmount() ne uporabimo, saj se komponenta ne bo več po-
novno upodobila [58, 40].
Znanje o metodah življenjskega cikla komponente lahko koristimo pri imple-
mentaciji aplikacije. Določitev uporabnikove lokacije je trenutno vsebovana
znotraj metode constructor(), vendar smo ugotovili, da se takšne funkcional-
nosti izvaja v metodi componentDidMount(). Nad metodo render() defini-
ramo metodo componentDidMount() in vanjo prilepimo blok kode, ki določa
lokacijo uporabnika. Uporaba metode je prikazana na primeru 5.13. Kljub




3 (position) => this.setState ({ latitude:
position.coords.latitude }),
4 (err) => console.log(err)
5 );
6 }
Izvorna koda 5.13: Uporaba metode componentDidMount()
Alternativni način inicializacije objekta state
S premikom kode, ki določa uporabnikovo lokacijo v componentDidMo-
unt(), razbremenimo metodo constructor(). Znotraj te ostane le inicializa-
cija objekta state. To nam dopušča uporabo alternativnega načina definira-
nja metode constructor() ter inicializacije objekta state, pri čemer metode
constructor() pravzaprav ni potrebno zapisati. Uporabljena sintaksa je po-
polnoma ekvivalentna trenutnemu načinu inicializacije znotraj metode con-
structor(). Njena uporaba je zapisana na primeru 5.14.
1 state = { latitude : null };
Izvorna koda 5.14: Alternativni način inicializacije objekta state
Posredovanje objekta state kot lastnost komponente
Naslednji korak razvoja predstavlja vključitev komponente SeasonDisplay
v datoteko index.js in njeno uporabo kot oznako JSX znotraj komponente
App. V komponento SeasonDisplay želimo posredovati vrednost latitude, ki
je shranjena znotraj objekta state. To storimo s pomočjo sistema React props.
Komponenti SeasonDisplay dodamo novo lastnost (ang. Prop) z imenom
latitude in ji dodelimo vrednost state atributa latitude (izvorna koda 5.15).
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S tem ko posredujemo state atribut kot lastnost v komponento SeasonDi-
splay, ustvarimo tesno povezavo med starševsko in otroško komponento. Ob
klicu metode setState() znotraj starševske komponente spremenimo vrednost
atributa latitude, kar povzroči ponovno upodobitev. Posledično se ponovno
upodobi tudi otroška komponenta, saj je vrednost lastnosti komponente, ki
jo posredujemo, odvisna od spremembe vrednosti state atributa latitude.
1 return <SeasonDisplay latitude={this.state.latitude}/>
Izvorna koda 5.15: Posredovanje objekta state kot lastnost
5.4 Upravljanje z dogodki, izvedba API zah-
tev in upodobitev seznamov
Do sedaj smo v poglavjih 5.2 in 5.3 uporabili le statične ali naključno ge-
nerirane podatke, vendar je potrebno v resničnih aplikacijah zelo pogosto
pridobiti podatke preko zunanjih programskih vmesnikov (ang. Application
Programming Interface). Ravno zato se bomo v poglavju osredotočili na
pravilno izvedbo API zahtev z uporabo tehnologij React. Poleg tega bomo
predstavili nove načine komunikacije med komponentami in opisali, kako za-
znati in se odzvati na uporabnǐske dogodke, s katerimi uporabnik vpliva na
delovanje aplikacije. Ker velika večina aplikacij, spletnih ali mobilnih, pri-
kazuje podatke v nekakšni obliki seznama, se bomo v poglavju prav tako
osredotočili tudi na pravilno prikazovanje le-teh. Koncepte bomo najbolje
spoznali in razumeli s predstavitvijo razvojnega procesa sledeče aplikacije.
Namen aplikacije je uporabniku na podlagi niza, ki ga vnese v vnosno
polje, in pritiska na gumb, s katerim sprožimo zahtevo na zunanji aplikacijski
programski vmesnik, prikazati seznam slik, katere se ujemajo z zapisanim
nizom. Predlog videza spletnega mesta je prikazan na sliki 5.12.
Aplikacijo sestavljajo tri različne komponente, pri čemer vsaka opravlja
svojo nalogo. Komponenta App vključuje komponenti SearchBar in Ima-
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geList ter služi posredovanju in pridobivanju podatkov. Komponenta Sear-
chBar je zadolžena za prikaz vnosnega polja in gumba na zaslonu ter za za-
znavo in upravljanje dogodkov, ki jih sproži uporabnik. Naloga komponente
ImageList je prikazati seznam slik, ki je posredovan s pomočjo uporabe sis-
tema React props preko komponente App. Diagram komponentne hierarhije
je prikazan na sliki 5.13.
Slika 5.12: Predlog videza spletnega mesta
Sprva se osredotočimo na implementacijo komponente SearchBar. Kom-
ponento definiramo kot razredno, saj nam to omogoča uporabo React state
sistema, katerega uporabimo kot pomoč pri upravljanju z dogodki. Za prikaz
vnosnega polja uporabimo JSX oznako <input> , ki jo zaradi semantične
pravilnosti ovijemo v oznako <form>. V primeru, da aplikacijo razvijamo z
uporabo ogrodja React Native, nam tega ni potrebno storiti. Znotraj kompo-
nente vključimo tudi gumb, pri čemer uporabimo oznako <button>. Kompo-
nento izvozimo in jo vključimo znotraj komponente App (izvorna koda 5.16).
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Slika 5.13: Diagram komponentne hierarhije
1 import SearchBar from './ SearchBar ';
2
3 class App extends React.Component {








Izvorna koda 5.16: Implementacija komponente App
5.4.1 Upravljanje z dogodki
Znotraj komponente SearchBar pripravimo logiko upravljanja dogodkov. Vsakič,
ko uporabnik vnese nekaj besedila v vnosno polje, želimo dogodek zaznati
in se nanj tudi odzvati. Dogodku je potrebno dodeliti svojega upravljavca.
Upravljavec dogodkov (ang. Event handler) je blok kode (po navadi funk-
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cija, ki jo mi kot razvijalec ustvarimo), ki se izvede vsakič, ko se dogodek
sproži [34]. Dogodek, ki ga želimo opazovati, zapǐsemo kot lastnost zno-
traj oznake elementa. Potrebno je vedeti, da so različni dogodki povezani z
različnimi imeni lastnosti, ki jih uporabimo in se izvedejo ob točno določenih
situacijah. Poleg tega je posamezen dogodek mogoče dodeliti le elemen-
tom, ki ga podpirajo. V našem primeru želimo zaznati vsako spremembo, ki
nastopi znotraj vnosnega polja, zato uporabimo ustrezno ime lastnosti do-
godka in ga vstavimo znotraj elementa <input>. Za opazovanje sprememb
vnosnega polja uporabimo lastnost onChange. V komponenti SearchBar de-
finiramo metodo onInputChange() in njeno referenco podamo kot vrednost
lastnosti onChange. S tem dosežemo, da se metoda izvede ob vsaki spre-
membi vnosnega polja.
Pri sklicevanju je potrebno biti pozoren na zapis. V primeru, da na koncu
klica metode vključimo par navadnih oklepajev – this.onInputChange(), se
metoda samodejno izvede ob vsaki upodobitvi komponente. Vendar, ker
želimo metodo klicali le v nekem trenutku v prihodnosti, oklepaje odstra-
nimo [34].
Sprememba vnosnega polja sproži klic metode onInputChange(), kate-
remu je samodejno posredovan argument, ki ga običajno imenujemo dogodek
(ang. Event). Dogodek je objekt JavaScript, ki vsebuje informacije o do-
godku, ki se je pravkar zgodil. Preko njega lahko dostopamo do besedila,
ki je ob trenutku klica metode zapisan v vnosnem polju. Besedilo potrebu-
jemo ob izvedbi zahteve, saj se rezultat seznama slik ujema z njegovo vsebino.
Ravno zato inicializiramo objekt state in vanj dodamo atribut term, katerega
vrednost ustreza vsebini vnosnega polja. Ob vsaki spremembi je potrebno
posodobiti objekt state z noveǰso vsebino. To dosežemo tako, da znotraj
metode onInputChange() uporabimo this.setState() in atributu term dode-
limo vsebino z uporabo objekta dogodek. Na primeru 5.17 je prikazana koda
komponente SearchBar.
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1 class SearchBar extends React.Component {
2 state = { term: '' };
3
4 onInputChange(event) {
5 this.setState ({ term: event.target.value })
6 }
7

















Izvorna koda 5.17: Upravljanje z dogodki znotraj komponente SearchBar
Pomen izraza ’this’
Kljub temu da je prikazana implementacija komponente zapisana pra-
vilno, se ob prvi spremembi vnosnega polja pojavi napaka, saj ob prenosu
reference metode znotraj elementa <input> uporabimo izraz this. V našem
primeru this predstavlja primerek razredne komponente. Sklicevanje na me-
todo nam zato posledično ne vrne nobene napake, saj metoda obstaja v
obsegu našega razreda. Problem se pojavi, ko želimo znotraj metode on-
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InputChange() posodobiti objekt state, pri čemer uporabimo this.setState().
Ker se ob posodobitvi nahajamo znotraj obsega metode onInputChange(), je
vrednost izraza this enaka undefined. V takem primeru je izraz this.setState()
ekvivalenten izrazu undefined.setState(), kar privede do napake.
Za reševanje težave uporabimo metodo bind(), ki ji kot prvi argument
podamo izraz this [34]. S tem povozimo staro in ustvarimo novo različico
metode, ki vsebuje pravilno vrednost izraza this. Ta v našem primeru sedaj
predstavlja primerek razredne komponente. Novo metodo ustvarimo znotraj




4 this.onInputChange = this.onInputChange.bind(this);
5 }
Izvorna koda 5.18: Uporaba metode bind()
Obstajata še dva načina, s katerima lahko prav tako odpravimo predsta-
vljen problem. Pri prvem načinu uporabimo alternativno sintakso za zapis
metode onInputChange(). Zapǐsemo jo kot puščično funkcijo (ang. Arrow
function) in s sintasko zagotovimo, da je izraz this pravilno vezan znotraj
funkcije, brez uporabe metode bind() (izvorna koda 5.19) [34]. Drugi način
predstavlja uporabo puščične funkcije znotraj lastnosti onChange, kar po-
meni, da sintakse metode onInputChange() ni potrebno spremeniti. Metodi
onInputChange() je v tem primeru potrebno dodati par navadnih oklepa-
jev (izvorna koda 5.20) [34]. To ne pomeni, da se metoda izvede ob vsaki
upodobitvi komponente, saj je njena referenca vključena znotraj puščične
funkcije, ki se izvede le ob nastanku dogodka. V obeh primerih dosežemo
enako obnašanje in zagotovimo pravilno delovanje metode onInputChange().
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1 onInputChange = (event) => {
2 this.setState ({ term: event.target.value })
3 }
Izvorna koda 5.19: Zapis s puščično funkcijo
1 <input
2 type="text"
3 onChange= {(event) => this.onInputChange(event)}
4 />
Izvorna koda 5.20: Uporaba puščične funkcije znotraj lastnosti onChange
V primeru, da v povratni funkciji, na katero se sklicujemo vsakič, ko se
zgodi zaželen dogodek, izvedemo le eno vrstico kode, lahko to izvedemo brez
definiranja metode. Vrstico kode enostavno premaknemo znotraj lastnosti
dogodka in jo izvedemo s pomočjo puščične funkcije. Posodobitev objekta
state izvedemo brez uporabe metode onInputChange() (izvorna koda 5.21).
1 <input
2 type="text"
3 onChange= {(event) => this.setState ({term:
event.target.value })}
4 />
Izvorna koda 5.21: Izvedba posodobitve objekta state brez pomožne metode
Nadzorovane in nenadzorovane komponente
Komponente, ki jih implementiramo, so lahko nadzorovane ali nenadzoro-
vane. Nenadzorovane komponente hranijo podatke znotraj okolja, v katerem
se upodobijo. V našem primeru hranimo vrednost vnosnega polja znotraj do-
kumentno objektnega modela. Če bi želeli izvedeti vrednost, ki je trenutno
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zapisana znotraj vnosnega polja, bi bilo potrebno podatke izluščiti iz doku-
mentno objektnega modela. Vendar, ker želimo imeti nad podatki popoln
nadzor, je te potrebno centralizirati znotraj komponente. V takem primeru
pravimo, da je komponenta nadzorovana [24]. Podatke v nadzorovani kom-
ponenti hranimo in upravljamo z uporabo sistema React state. Objekt state
v komponenti služi kot edini vir resnice za vhodne elemente, ki jih kompo-
nenta upodobi. Popoln nadzor podatkov v komponenti SearchBar dosežemo
tako, da elementu <input> dodamo lastnost value in ji dodelimo vrednost
state atributa term (izvorna koda 5.22). Na ta način lahko kadar koli ugo-
tovimo vrednost vnosnega polja s pomočjo objekta state, kar pomeni, da se
nam ni potrebno sklicevati na dokumentno objektni model in da lahko do




4 onChange= {(event) => this.setState ({term:
event.target.value })}
5 />
Izvorna koda 5.22: Nadzorovana vsebina elementa
5.4.2 Komunikacija iz otroške v starševsko komponento
Ob vsaki spremembi vnosnega polja shranimo najnoveǰso vsebino v state
atribut term, do katerega lahko znotraj komponente enostavno dostopamo.
V naslednjem koraku je potrebno pripraviti zahtevo, ki v odvisnosti od atri-
buta vrne ustrezen seznam slik. Klica, ki ga želimo izvesti, ne pripravimo
znotraj komponente SearchBar, temveč znotraj komponente App, saj je ta za-
dolžena za posredovanje seznama slik v komponento ImageList. Za pravilno
implementacijo potrebujemo vrednost atributa term, ki se nahaja znotraj
komponente SearchBar, kar pomeni, da je vrednost potrebno posredovati
iz otroške v starševsko komponento. Takšno vrsto komunikacije je mogoče
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doseči z uporabo sistema React props in povratnih funkcij [44].
Znotraj komponente App definiramo metodo getImages() in jo z uporabo
sistema React props posredujemo v komponento SearchBar. Lastnost, v ka-
tero zapǐsemo referenco metode, poimenujemo onClickGetImages (izvorna
koda 5.23). Nato gumbu znotraj komponente SearchBar dodelimo lastnost
dogodka, ki zazna vsak pritisk na element. Ker za implementacijo aplika-
cije uporabljamo ReactJS, elementu dodelimo lastnost onClick. V primeru,
da bi razvijali z ogrodjem React Native, bi elementu dodelili lastnost on-
Press. Znotraj komponente SearchBar ustvarimo metodo onButtonClick(),
na katero se sklicujemo ob vsakem pritisku na gumb. V metodi uporabimo
objekt props, s katerim dostopamo do posredovane lastnosti in vanjo, kot
prvi argument, pošljemo vrednost atributa term (izvorna koda 5.24). Ker
objekt props uporabimo znotraj razredne komponente, ne smemo pozabiti
na uporabo izraza this. S pravilno izvedenim sklicevanjem sprožimo izvedbo
metode getImages() znotraj komponente App, ki lahko uporabi posredovani
argument za pravilno izvedbo zahteve.
1 class App extends React.Component {
2
3 getImages(term) {
4 // Logika zahteve
5 }
6








Izvorna koda 5.23: Posredovanje povratne funkcije kot lastnost
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1 class SearchBar extends React.Component {
2 state = { term: '' };
3




8 render () {
9 return (
10 <div className="searchBar">










Izvorna koda 5.24: Sklicevanje na povratno funkcijo iz otroške komponente
5.4.3 Izvedba API zahtev s sintakso async/await
Znotraj metode getImages() je potrebno pripraviti zahtevo za pridobitev se-
znama slik. Pri tem si pomagamo z uporabo Fetch API-ja, ki je del Java-
Scripta [20]. Fetch API ponuja vmesnik JavaScript, ki omogoča dostop ter
obdelavo delov cevovoda HTTP (ang. HTTP Pipeline), kot sta zahteva in
odziv. Prav tako zagotavlja globalno metodo fetch(), ki omogoča enosta-
ven in logičen način za asinhrono iskanje virov po omrežju. Znotraj metode
fetch() vstavimo niz vnosnega polja, ki ga pridobimo iz otroške komponente.
Klic metode fetch() prične postopek pridobivanja virov iz omrežja in vrne
obljubo (ang. Promise), ki je izpolnjena, ko je odziv na voljo. Rezultat
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zahteve shranimo v spremenljivko response.
Za stabilneǰso izvedbo zahteve uporabimo sintakso async/await in s tem
zagotovimo, da spremenljivke response ne uporabimo pred samo določitvijo
njene vrednosti [9]. Pred metodo getImages() zapǐsemo izraz async, kar defi-
nira metodo kot asinhrono. Asinhrone metode delujejo v ločenem zaporedju
kot preostala koda in kot rezultat vračajo obljubo. Znotraj metode, pred
metodo fetch(), zapǐsemo izraz await. Izraz await zaustavi izvedbo asin-
hrone metode in pred nadaljevanjem njenega izvajanja počaka na izpolnitev
obljube. S takšnim pristopom se izognemo morebitnim napakam, ki nasto-
pijo ob uporabi spremenljivke pred pridobitvijo rezultata zahteve, saj je njena
vrednost v tistem trenutku enaka null.
Pridobljen seznam slik predstavlja relevanten podatek komponente in ga
zato shranimo v objekt state kot atribut images. Po končani izvedbi zahteve
dostopamo do seznama slik ter ga s pomočjo metode setState() vstavimo kot
novo vrednost state atributa images. Pred samo uporabo metode setState()
je potrebno metodo getImages() zapisati v obliki puščične funkcije in s tem
ustvariti pravilno referenco izraza this znotraj te. Implementacija metode
getImages() je prikazana na primeru 5.25.
1 state = { images: [] };
2
3 getImages = async (term) => {




6 'Authorization ': 'Client-ID myApiID '
7 }
8 });
9 const json = await response.json ();
10 this.setState ({ images: json.results });
11 }
Izvorna koda 5.25: Izvedba zahteve z metodo getImages()
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5.4.4 Prikazovanje seznama elementov
Za prikaz seznama slik, ki ga hranimo znotraj state attibuta images, je za-
dolžena komponenta ImageList. Komponento definiramo kot funkcijsko in
jo vključimo znotraj komponente App. Seznam slik posredujemo v kompo-
nento ImageList kot lastnost in do nje dostopamo s pomočjo objekta props.
Uporaba komponente ImageList znotraj komponente App je prikazana na
primeru 5.26. Za upodobitev elementov seznama uporabimo metodo Java-
Script map(). Metoda ustvari novo tabelo in za vsak element v prvotni tabeli
izvede akcijo, ki ji jo podamo kot argument. V našem primeru se z uporabo
metode map() sprehodimo čez vse elemente seznama images in za vsakega
od njih vrnemo ustrezen zapis elementa. Za prikaz posameznega elementa
uporabimo oznako <img>, v katero dodamo lastnost src z zapisom URL-ja
slike elementa. Ustvarjeno tabelo shranimo znotraj spremenljivke in njeno
referenco vključimo znotraj metode return().








Izvorna koda 5.26: Vključitev komponente ImageList in posredovanje
seznama slik
Trenutna implementacija komponente ImageList ob upodobitvi seznama
vrne opozorilo, prikazano na sliki 5.14. React nas poziva k temu, da vsakemu
izmed elementov seznama dodamo posebno lastnost key, ki zavzema unikatno
vrednost tipa niz (ang. String) [45]. Lastnost omogoča Reactu prepoznati,
kateri elementi v seznamu so se spremenili, dodali ali odstranili. Z uporabo
lastnosti optimiziramo delovanje aplikacije, saj bo React upodobil le tiste
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elemente, katere je potrebno. Če lastnosti key ne dodamo, bo React ob vsaki
spremembi seznama upodobil tega v celoti. V primeru, da seznam vsebuje
veliko količino elementov, bi ponovna upodobitev definitivno upočasnila delo-
vanje aplikacije. Za vrednost lastnosti key najpogosteje uporabimo podatek
elementa, ki ga enolično identificira. Če elementi ne vsebujejo stabilnega
identifikatorja, lahko za vrednost lastnosti uporabimo indeks elementa v se-
znamu. V našem primeru vsak element seznama slik vsebuje atribut id, ki ga
uporabimo kot enolični identifikator posameznega elementa. Implementacija
komponente ImageList je prikazana na izvorni kodi 5.27.
Slika 5.14: Opozorilo o nevsebovanju lastnosti key v seznamu
1 const ImageList = (props) => {
2 const images = props.images.map ((image) => {
3 return <img key={image.id} src={image.urls.regular}/>;
4 });
5
6 return <div className="imageList">{images}</div>
7 };
Izvorna koda 5.27: Prikazovanje seznama
Bolǰsi pristop k prikazovanju seznamov pri razvoju z ogrodjem React Na-
tive predstavlja uporaba osnovne komponente FlatList [21]. Komponenta
vsebuje rezervirana imena lastnosti, preko katerih posredujemo podatke, po-
trebne za upodobitev seznama. Ključna je uporaba treh lastnosti – data,
renderItem ter keyExtractor. V lastnost data posredujemo tabelo, ki jo
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sestavljajo vsi elementi seznama. V našem primeru bi posredovali tabelo
props.images. Lastnost renderItem za vsak element v tabeli vrne ustrezen
blok kode JSX. Z uporabo lastnosti keyExtractor pa vsakemu elementu dode-




3 keyExtractor={image => image.id}
4 renderItem= {({ image }) => <Image source= {{uri:
image.urls.regular }}/>}
5 />
Izvorna koda 5.28: Prikazovanje seznama s komponento FlatList
Na podlagi analize zasnovanih in razvitih praktičnih primerov smo v po-
glavju uspeli predstaviti glavne funkcionalnosti tehnologij React. Spoznali
smo različne tehnike, metode, dobre prakse, načine dela s podatki, pogoste
probleme in še mnogo drugih konceptov, ki jih lahko koristimo pri uporabi
tehnologij. S pomočjo pridobljenih informacij si lahko sedaj okvirno pred-
stavljamo, kaj vse tehnologiji zmoreta in omogočata. Za bolǰso ponazoritev




Razvoj praktičnega primera –
aplikacija My Diners
O tehnologijah React smo pridobili že veliko znanja. Poglavje 4 nam omogoča
teoretični pregled nad tehnologijama in podrobno opisuje glavne značilnosti
in razlike med njima. Znanje o teh pomaga razvijalcu oblikovati pravilen
način razmǐsljanja pri razvoju z uporabo tehnologij. Z analizo praktičnih
primerov, ki smo jih razvili v poglavju 5, pa smo uspeli zajeti ključne kon-
cepte in funkcionalnosti tehnologij React, na podlagi katerih pripravimo di-
namične uporabnǐske vmesnike spletnih in mobilnih aplikacij. Vse naučene
informacije in analize predstavljenih konceptov tehnologij React bomo sedaj
v 6. poglavju združili in preizkusili pri gradnji glavnega dela praktičnega
sklopa diplomskega dela. Za ta namen bomo v poglavju z uporabo tehnolo-
gij React zasnovali in razvili finančno aplikacijo, katere delovanje bomo tudi
predstavili. Za razvoj bomo uporabili ogrodje React Native, saj je aplikacija
namenjena le uporabi na mobilnih napravah. Torej je cilj poglavja združitev
doslej pridobljenega znanja in kot rezultat prikazati, kaj lahko s pravilno upo-
rabo tehnologij React implementiramo. V poglavju bomo prav tako spoznali
pakete, ki nudijo pomoč in olaǰsajo delo razvoja posameznih funkcionalnosti




Razvoj aplikacije, ki jo bomo predstavili v tem poglavju, poteka na podje-
tju Dinit Card Services. Podjetje ima sedež v Izoli in je v lasti bančne skupine
Cornèr Bank, zasebne in neodvisne švicarske bančne institucije, ki deluje v
celotnem obsegu tradicionalnega bančnǐstva s specializacijo na področju za-
sebnega bančnǐstva, financiranja, plačevanja s karticami Visa, Mastercard in
Diners Club International ter spletnega trgovanja. Podjetje je kot odziv na
naraščajoče potrebe znotraj poslovnih okolij v zadnjih letih razvilo široko
paleto poslovnih rešitev, ki povečujejo učinkovitost in varnost uporabljanja
poslovnih kartic ter omogočajo nove načine kartičnega plačevanja. Več infor-
macij o podjetju Dinit je na voljo na njihovi spletni strani 1.
O aplikaciji
Mobilna aplikacija My Diners se razvija za italijansko franšizo podje-
tja Diners Club International in je namenjena vsem imetnikom Diners Club
kreditnih kartic v Italiji. Prav tako obstaja možnost, da se bo aplikacija
razširila tudi na slovenski trg. Uporaba aplikacije bo brezplačna in na voljo
vsem mobilnim napravam z operacijskim sistemom Android in iOS. Glavni
cilj aplikacije je zagotoviti hiter dostop do vseh računov stranke in omogočiti
enostaven pregled stanja, opravljenih transakcij ter kopice drugih uporabnih
informacij. Poleg tega omogoča preprosto izvršitev raznih funkcionalnosti,
kot je na primer sprememba kode PIN. Aplikacija prav tako vključuje naj-
sodobneǰse standarde finančnih aplikacij, kot je podpora prijave z obrazom
ali prstnim odtisom. Razvoj aplikacije je v končni fazi, kar pomeni, da se
nekatere malenkosti še dopolnjuje, vendar je kljub temu aplikacijo in vse
implementirane funkcionalnosti že mogoče v celoti uporabljati.
1https://www.dinitcs.com
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6.1 Priprava razvojnega okolja
Razvoj aplikacije poteka na dveh računalnikih, ki se razlikujeta po inštaliranem
operacijskem sistemu. Prvi računalnik uporablja operacijski sistem Windows,
drugi pa operacijski sistem macOS. S tem omogočimo zagon in testiranje apli-
kacije na obeh ciljnih platformah. Za razvoj je uporabljen preprosto delujoč
urejevalnik kode Visual Studio Code, saj nudi vse potrebno za gradnjo mo-
bilne aplikacije. Uporaba ogrodja React Native zahteva namestitev določene
programske opreme. Vsa navodila za pravilno namestitev so zapisana v ura-
dni dokumentaciji ogrodja 2. Zahtevana programska oprema se razlikuje v
odvisnosti od razvojnega operacijskega sistema.
Programska oprema za operacijski sistem Windows:
• Android Studio;
• Node (različica 8.3 ali vǐsje);
• Python2;
• Java Development Kit (različica 8 ali vǐsje).
Programska oprema za operacijski sistem macOS:
• Xcode;





React Native zagotavlja vgrajen vmesnik ukazne vrstice, s katerim lahko
ustvarimo in zaženemo nov projekt. Paket globalno namestimo tako, da v
ukazno vrstico zapǐsemo naslednje:
$ npm i n s t a l l −g react−nat ive−c l i
Po uspešni namestitvi vmesnika ukazne vrstice lahko z uporabo spodnjega
ukaza enostavno ustvarimo nov React Native projekt z imenom DinitMobi-
leApp:
$ react−nat ive i n i t DinitMobileApp
Za učinkovit pregled in lažje vzdrževanje je bilo potrebno pripraviti da-
totečno strukturo, ki se ujema z delom na projektu. Za ta namen je bila
ustvarjena mapa src, katera je zaradi lažje organizacije razdeljena na različne
podmape. Vanje so vključene vse bistvene datoteke, ki sestavljajo React Na-
tive del projekta. Datotečna struktura je prikazana na sliki 6.1.
Pregled datotečne strukture:
• /api – v mapi centraliziramo temeljno logiko, ki služi za zunanjo ko-
munikacijo.
• /assets – znotraj mape se nahajajo statične datoteke, ki se uporabljajo
v aplikaciji (slike in pisave).
• /navigation – v mapi je zapisano delovanje navigacije (povezave in
prehodi med zasloni).
• /components – vsebuje skupne ali specifične komponente, ki jih im-
plementiramo in uporabimo znotraj aplikacije.
• /screens – vsebuje ključne komponente, pri čemer vsaka predstavlja
enega od zaslonov aplikacije. Na primer logika prijave je zapisana zno-
traj datoteke SignIn.js.
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• /style – znotraj mape so vključeni slogi posameznih komponent.
Slika 6.1: Datotečna struktura
6.2 Nastavitev več različic aplikacije
Razvoj aplikacije temelji na agilnem pristopu in uporabi agilnih metod ra-
zvoja. To pomeni, da se rešitve in zahteve aplikacije prilagajajo med sodelo-
vanjem stranke in razvojnega podjetja. Agilni pristop k razvoju promovira
hitro dostavo rešitev, nenehne izbolǰsave in spodbuja hitro prilagodljivost na
spremembe [4]. Načrt organizacije razvoja je naslednji; za vsako večjo funkci-
onalnost je predpisano časovno obdobje, v katerem je potrebo funkcionalnost
implementirati. Povprečno trajanje časovnega obdobja je dva tedna. Kraǰsi
primer časovne dostave je prikazan na sliki 6.2.
Med samim potekom razvoja se posamezno funkcionalnost testira s pomočjo
testnih podatkov oziroma samopripravljenih uporabnikov, ki se nahajajo na
testnem strežniku. Tako zagotovimo varen in zanesljiv prehod na naslednjo
stopnjo testiranja aplikacije, ki je opravljena s pomočjo testnih produkcij-
skih uporabnikov. Testni produkcijski uporabniki so skupina ljudi, ki imajo
96 Jan Ivanović
Slika 6.2: Diagram časovne dostave
aplikacijo nameščeno na svojih mobilnih napravah in za prijavo uporabijo
svoj resnični Diners Club račun. Ob koncu vsake uspešne implementacije
funkcionalnosti se testne produkcijske uporabnike pozove k temu, da si apli-
kacijo posodobijo in testirajo dodano funkcionalnost. Uporabniki zagotovijo,
da nova funkcionalnost deluje brez napak. Poleg tega uporabniki posredu-
jejo kakršne koli nejasnosti, ki nastopijo med samo uporabo aplikacije. Take
povratne informacije vsekakor pripomorejo k morebitnim izbolǰsavam upo-
rabnǐske izkušnje in zagotovijo, da je aplikacija uporabniku prijazna.
Za stabilno rast in skaliranje aplikacije je potrebno upoštevati informacijo
o tem, da obstaja možnost razširitve aplikacije na slovenski trg. Pri tem se
je potrebno zavedati, da so nekatere funkcionalnosti, ki jih Diners Club nudi
na svojih spletnih portalih, na voljo le italijanskim uporabnikom in obratno.
S tem v mislih je bilo znotraj projekta DinitMobileApp za vsako kombina-
cijo okolja (razvojno ali produkcijsko), skupine uporabnikov in ciljnega trga
aplikacije potrebno ustvariti ustrezno različico (ang. Build) le-te. Čeprav
postopek ročnega spreminjanja nastavitev in zamenjave datotek deluje, je
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pristop pogosto zelo zamuden in veliko bolj nagnjen k napakam, pri čemer
lahko en pozabljen korak povzroči veliko škode in dodatnega dela.
Bolǰso rešitev predstavlja uporaba tehnologij:
• Xcode Build Configurations and Shemes;
• Android Build Flavours.
Tehnologiji nam omogočata hkratno namestitev več različic aplikacije na
isto mobilno napravo, pri čemer ima vsaka različica svoje lastne nastavitve,
prikazno ime in ikone. To nam pravzaprav dopušča, da na trgovinah Google
Play in App Store objavimo aplikacijo z dvema različnima identifikatorjema.
Poleg italijanske različice aplikacije My Diners lahko z nekaj dopisane konfi-
guracije pripravimo tudi slovensko različico z imenom Diners Club. Različici
aplikacije sta lahko nameščeni in delujeta neodvisno na vsaki mobilni napravi
(glej sliko 6.3).
Slika 6.3: Namestitev obeh različic aplikacije
6.2.1 Konfiguracijske datoteke in spremenljivke okolja
Pri razvoju ni potrebno razmǐsljati le o razlikah med različicami aplikacije,
temveč tudi o razlikah, ki nastopijo ob izvajanju aplikacije v različnih oko-
ljih. Podatke, ki se spreminjajo v odvisnosti od različic ali okolja je najbolje
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centralizirati in zapisati znotraj datoteke, ki bo služila kot konfiguracijska
datoteka za aplikacijo. V našem primeru imamo dve različici aplikacije, pri
čemer vsako izmed različic izvajamo v razvojnem ali produkcijskem okolju.
Ravno zato ustvarimo štiri konfiguracijske datoteke, znotraj katerih so zapi-






Podatki znotraj konfiguracijskih datotek so zapisani z uporabo spremen-
ljivk okolja (ang. Environment variables). Na primeru 6.1 je prikazana
vsebina datoteke .env.dcita.prod. Znotraj te vidimo definirane tri različne
spremenljivke, ki so prav tako vsebovane v ostalih datotekah. Spremenljivka
API URL določa ustrezen URL, ki ga v aplikaciji koristimo pri vsaki izvedbi
zahteve na strežnik za pridobitev ali pošiljanje podatkov. Tega je potrebno
spreminjati, saj se za dostop do testnih podatkov uporabi drugačen URL kot
za dostop do produkcijskih. Spremenljivki FRANCHISE in APP NAME sta
odvisni od različice aplikacije. V primeru, da želimo določeno komponento
prikazati le na eni izmed različic, uporabimo kot pogoj za njeno upodobitev
spremenljivko FRANCHISE. Za dostop do vrednosti spremenljivk okolja je
potrebno namestiti in uporabiti knjižnico react-native-config [28]. Paket nam
omogoča enostaven način uvoza in uporabe spremenljivk znotraj aplikacije
React Native. Prikaz uporabe spremenljivke FRANCHISE je zapisan na pri-
meru 6.2.
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1 API_URL=https: // online.dinersclub.it/
2 FRANCHISE=dcita
3 APP_NAME=My Diners
Izvorna koda 6.1: Spremenljivke okolja znotraj datoteke .env.dcita.prod









Izvorna koda 6.2: Pogojna upodobitev z uporabo spremenljivke okolja
6.2.2 Specifične aplikacijske skripte
Za enostavneǰsi zagon aplikacije smo znotraj datoteke package.json definirali
skripte za izdelavo (ang. Build scripts). Skripte za zagon je potrebno zapi-
sati tako, da ustrezajo vsaki specifični različici aplikacije. Pri tem uporabimo
kombinacijo določitve ustrezne konfiguracijske datoteke in zapisa ukazne vr-
stice z ustreznimi argumenti. Ob preprostemu zagonu posamezne skripte
poženemo želeno različico aplikacije z vsemi sredstvi, besedilom in funkci-
jami, ki smo jih določili s konfiguriranjem projekta. Primer 6.3 prikazuje
definirane skripte za zagon obeh različic aplikacije v razvojnem in produkcij-
skem okolju za platformo Android.
1 "android-dinit-uat": "SET ENVFILE=.env.dinit.uat &&
react-native run-android --variant=dinitDebug",
2 "android-dinit-prod": "SET ENVFILE=.env.dinit.prod &&
react-native run-android --variant=dinitRelease",
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3 "android-dcita-uat": "SET ENVFILE=.env.dcita.uat &&
react-native run-android --variant=dcitaDebug",
4 "android-dcita-prod": "SET ENVFILE=.env.dcita.prod &&
react-native run-android --variant=dcitaRelease",
Izvorna koda 6.3: Skripte za zagon aplikacije
6.2.3 Večjezičnost aplikacije
Aplikacija je implementirana na način, da podpira več različnih jezikov. Ita-
lijanska različica zahteva uporabo aplikacije le v italijanskem jeziku, med-
tem ko slovenska različica omogoča možnost menjave med slovenščino in an-
gleščino. Ob zagonu aplikacije je potrebno poskrbeti, da je celotna vsebina,
ki je vidna na uporabnikovem zaslonu, prikazana v ustreznem jeziku. Pri-
vzeti jezik se določi na podlagi zagnane različice aplikacije. Privzeti jezik
italijanske različice je italijanščina, slovenske različice pa slovenščina. Za
določitev privzetega jezika aplikacije je potrebno namestiti knjižnico react-
native-localization [29] in jo uporabiti v kombinaciji s spremenljivkami okolja.
Znotraj vsake izmed konfiguracijskih datotek definiramo novo spremen-
ljivko okolja z imenom APP LANGUAGE, tipa niz. Na podlagi vrednosti
spremenljivke in s pomočjo knjižnice react-native-localization poskrbimo, da
se vsaka komponenta upodobi v privzetem jeziku. Knjižnica nam omogoča,
da znotraj komponente definiramo objekt strings, ki vsebuje jezikovni ključ,
kateremu je dodeljen seznam parov ključ-vrednost s potrebnimi nizi (izvorna
koda 6.4). Jezik v posamezni komponenti določimo z uporabo funkcije se-
tLangauge(), pri čemer ji kot prvi argument podamo vrednost spremenljivke
okolja APP LANGUAGE. Vrednost spremenljivke se mora ujemati z enim
izmed jezikovnih ključev objetka strings. Za uspešno nastavitev jezika je po
izvedbi funkcije potrebno uporabiti metodo setState(). Primer nastavitve je
prikazan na primeru 6.5. Po določitvi jezika znotraj komponente lahko na-
mesto statične vsebine uporabimo objekt strings z ustreznim nizom (izvorna
koda 6.6).
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1 let strings = new LocalizedStrings ({
2 "it":{
3 billed: "Contabilizzata",









13 billed: "Obra č unano",




Izvorna koda 6.4: Definiranje objekta strings








Izvorna koda 6.6: Uporaba objekta strings
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6.3 Navigacija
Mobilne aplikacije redko sestavlja le en zaslon in ravno zato je pravilno pri-
pravljena navigacija ključna za delovanje vsake aplikacije. Navigacija je
namenjena organizaciji vsebine in uporabnikom omogoča prehod med več
zasloni. Obstaja več pristopov, s katerimi lahko v aplikaciji organiziramo
delovanje navigacije. Navigacija aplikacije My Diners je implementirana z
uporabo knjižnice react-navigation [30]. Knjižnica ponuja enostavno navi-
gacijsko rešitev z možnostjo predstavitve običajnih navigacijskih vzorcev na
obeh ciljnih platformah. Z uporabo navigatorjev, ki jih knjižnica ponuja,
definiramo prehod in povezavo med zasloni aplikacije. Koristimo lahko več
vrst navigatorjev (slike 6.4) [55, 10].
Slika 6.4: Vrste navigatorjev
Stikalni navigator (ang. Switch navigator) – omogoča dinamično prekla-
pljanje med zasloni. Naenkrat lahko naloži samo en zaslon in privzeto ne
podpira funkcionalnosti vrnitve iz trenutnega na preǰsnji zaslon.
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Skladovni navigator (ang. Stack navigator) – ravno tako omogoča di-
namično preklapljanje med zasloni, vendar so ti predstavljeni na hierarhičen
način. Navigator deluje kot podatkovna vrsta sklada, kar pomeni, da se ob
premiku na izbrani zaslon ta premakne na vrh. Ob vrnitvi iz trenutno prika-
zanega zaslona na preǰsnji se prikazan zaslon odstavi iz sklada. To omogoča
uporabo funkcionalnosti vrnitve iz trenutnega na preǰsnji zaslon.
Predalni navigator (ang. Drawer navigator) – pogost vzorec pri navigaciji
je uporaba predala z leve (včasih desne) strani za krmiljenje med zasloni.
Temu služi predalni navigator, ki vsebuje povezave do posameznih zaslonov
ali navigatorjev.
Navigator zavihkov (ang. Tab navigator) – najpogosteǰsi slog navigacije v
mobilnih aplikacijah temelji na zavihkih, ki so postavljeni na dnu ali na vrhu
zaslona. Ti omogočajo enostaven preklop med zasloni.
Vsak navigator ima različne možnosti konfiguracije, ki mu jih lahko do-
delimo, na primer delovanje glave (ang. Header) skladovnega navigatorja ali
določitev stilov in ikon navigatorja zavihkov. Obnašanje navigatorja je torej
odvisno od vrste, ki jo izberemo. Prav tako lahko en navigator vstavimo
znotraj drugega in s tem razširimo vsebino aplikacije [10]. To nam omogoča
gradnjo kompleksneǰsih aplikacij, pri katerih navigacijo oblikujemo poljubno
po svojih željah. Knjižnica prav tako omogoča uporabo globokih povezav
(ang. Deep linking) in prenos podatkov med zasloni.
6.3.1 Organizacija navigacije v aplikaciji My Diners
Navigacija aplikacije je implementirana s pomočjo kombinacije skladovnih
in stikalnih navigatorjev ter navigatorjev zavihkov. Ti so med seboj pove-
zani in vgnezdeni na takšen način, da omogočajo enostavne prehode med
zasloni. Delovanje aplikacije je razdeljeno na dva temeljna dela. Prvi del
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predstavlja avtentikacijsko logiko, pod katero spadajo funkcionalnosti, kot
so prijava, registracija in pozaba gesla. Preostalo delovanje, torej vse funk-
cije, ki jih lahko uporabnik izvaja ob uspešni prijavi, predstavlja drugi del
aplikacije (izvorna koda 6.7). Z uporabo stikalnega navigatorja dosežemo,
da ostaneta dela aplikacije nepovezana. Prehod med njima je možen le ob
uspešni prijavi ali odjavi uporabnika. Avtentikacijska logika je sestavljena s
pomočjo skladovnega navigatorja, kateri vključuje tri zaslone (izvorna koda
6.8). Drugi del aplikacije je veliko bolj obsežen in nudi večji nabor pogledov
in funkcij. Za večjo učinkovitost in bolǰsi pregled razporedimo delovanje in
dostop do posameznih zaslonov z uporabo navigatorja zavihkov. Vsak zavi-
hek je definiran kot skladovni navigator, ki omogoča dinamično preklapljanje
med zasloni in, po potrebi, dodanimi vgnezdenimi skladovnimi navigatorji.
Implementacija navigatorja zavihkov je prikazana na primeru 6.9. Diagram
navigacijske strukture je prikazan na sliki 6.5 – zaradi obsežnosti aplikacije
so predstavljeni le ključni navigatorji in zasloni.
1 const AppSwitchNavigator = createSwitchNavigator ({
2 Authorization: { screen: AuthStackNavigator },
3 Dashboard: { screen: DashboardTabNavigator }
4 });
Izvorna koda 6.7: Implementacija navigatorja AppSwitchNavigator
1 const AuthStackNavigator = createStackNavigator ({
2 SignIn: SignIn ,





8 headerVisible: false ,
9 }
10 });
Izvorna koda 6.8: Implementacija navigatorja AuthStackNavigator
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1 const DashboardTabNavigator = createBottomTabNavigator(
2 {
3 Home: {






















26 defaultNavigationOptions: ({ navigation }) => ({
27 // Logika za izbiro ikon za posamezen zavihek
28 }),
29 tabBarOptions: {




Izvorna koda 6.9: Implementacija navigatorja DashboardTabNavigator
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Slika 6.5: Navigacijska struktura aplikacije My Diners
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6.4 Delovanje aplikacije
V poglavju bomo spoznali funkcionalnosti, ki jih aplikacija My Diners po-
nuja. Zaradi njihovega širokega nabora se bomo osredotočili le na ključne
funkcionalnosti, ki so uporabniku na voljo. Te bomo najbolje predstavili
tako, da opǐsemo namen in delovanje posameznega zaslona aplikacije. Poleg
tega so za lažjo predstavo o delovanju vključene tudi slike videza aplikacije.
Avtentikacijski zasloni – Uporabniku se ob zagonu aplikacije sprva pojavi
na zaslonu SignIn (glej sliko 6.6). Cilj zaslona je omogočiti prijavo v aplika-
cijo. Prijavo je možno opraviti na dva načina. Bodisi tako, da se v vnosna
polja vpǐse uporabnǐsko ime in geslo, ali z uporabo biometrične avtentikacije.
Uporaba biometrične avtentikacije je možna le, če jo mobilna naprava pod-
pira in če je uporabnik privolil v njeno uporabo (glej sliko 6.7). Ob uspešni
prijavi je vsakemu uporabniku dodeljen žeton, ki poteče v roku tridesetih
minut. V primeru, da uporabnik računa še nima ustvarjenega, lahko preko
zaslona SignIn dostopa do zaslona Registration, kjer sledi korakom registra-
cije računa (glej sliki 6.8 in 6.9). Prav tako je možna tudi ponovna nastavitev
gesla.
Zaslon Home – Ob uspešni prijavi se uporabniku prikaže zaslon Home
(glej sliko 6.10). Ta omogoča pregled ključnih informacij, kot so trenutno sta-
nje, seznam nazadnje opravljenih transakcij, točke nagradnega programa ter
podatki o obročnih dolžnostih. Prikaz informacij je odvisen od statusa upo-
rabnikove kartice, ki je vezana na določen račun, ter vrste računa. Pritisk na
sliko uporabnikove kartice prikaže modalno okno, kjer je zapisano število vseh
aktivnih kartic na računu (glej sliko 6.11). Za bolǰso uporabnǐsko izkušnjo je
bila s pomočjo uporabe Animated API-ja, ki ga ponuja React Native, kartici
dodeljena animacija dihanja (ang. Breathing animation). En račun lahko
vsebuje večje število kartic, od katerih je vsaka vezana na svojega uporab-
nika oziroma njegovo davčno številko. V primeru, da je uporabnik vezan
na več računov, se omogoči uporaba menjalnika računov (slika 6.12 in 6.13).
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Slika 6.6: Zaslon SignIn Slika 6.7: Biometrična avtentikacija
Slika 6.8: Registracija 1/2 Slika 6.9: Registracija 2/2
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Uporabnik lahko z enostavnim gibom prsta iz desne proti levi (ali obra-
tno) menja račun. Pomembno je, da si trenutno izbrani račun zapolnimo,
saj vpliva na prikaz in delovanje ostalih funkcij aplikacije. Za shranjevanje
indeksa izbranega računa je bilo potrebno namestiti knjižnico @react-native-
comumunity/async-storage. Ta nam prav tako omogoča dostop do shranjene
vrednosti znotraj vsake komponente, kar poskrbi za dinamično spreminjanje
parametrov zahtev ter podatkov v odvisnosti od izbranega računa. Zaslon
Home prav tako omogoča odjavo uporabnika ter prehod na zaslone Settings,
Paysimple, Exclusive in TransactionDetails.
Slika 6.10: Zaslon Home Slika 6.11: Prikaz aktivnih kartic
Zaslon Settings – zaslon služi prikazu uporabnikovih osebnih podatkov,
kot so ime, priimek, datum rojstva itd. Uporabnik mora podatke vpisati ob
prvi uspešni prijavi po opravljeni registraciji. Zaslon je prikazan na sliki 6.14.
Zaslon Exclusive – glavni namen zaslona je prikazati ime nagradnega pro-
grama, v katerega je uporabnik vključen, ter število nagradnih točk. Po-
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Slika 6.12: Menjalnik računov 1 Slika 6.13: Menjalnik računov 2
leg tega so na zaslonu prikazane ključne ugodnosti in popusti, ki jih lahko
uporabnik s točkami koristi. Informacije so odvisne od trenutno izbranega
računa. Zaslon je prikazan na sliki 6.15.
Zaslon Paysimple – zaslon omogoča pregled obročnih plačil uporabnika
ter znesek transakcij, ki so uporabniku na voljo, če se odloči ustvariti novo
obročno plačilo (slika 6.16). Uporabnik lahko ustvari novo obročno plačilo
le, če so izpolnjeni vsi pogoji, ki plačilo omogočajo. V nasprotnem primeru
se gumb za pripravo novega obročnega plačila na zaslonu ne prikaže. V pri-
meru, da so vsi pogoji izpolnjeni, uporabnik sledi množici korakov, ki ga
vodijo čez postopek priprave novega obročnega plačila (glej slike 6.17, 6.18,
6.19). Za vsako obročno plačilo je mogoče pridobiti tudi dodatne informacije
(slika 6.20).
Zaslon Activity – zaslon omogoča enostaven pregled transakcij uporab-
nika in njenih ključnih informacij, pri čemer je prikaz odvisen od trenutno
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Slika 6.14: Zaslon Settings Slika 6.15: Zaslon Exclusive
Slika 6.16: Zaslon Paysimple Slika 6.17: Obročno plačilo 1/3
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Slika 6.18: Obročno plačilo 2/3 Slika 6.19: Obročno plačilo 3/3
izbranega računa. Za bolǰso organizacijo so transakcije porazdeljene v ustre-
zen cikel (glej sliki 6.21 in 6.22). Cikel predstavlja časovno obdobje, določeno
z datumom začetka in zaključka, v katerega spadajo vse takrat obračunane
transakcije. Vsota zneskov vsebovanih transakcij je zapisana v glavi pogleda
cikla. Seznam ciklov vedno vsebuje en odprti cikel, ki se trenutno še izvaja.
Vsi ostali cikli so zaključeni/zaprti. Ob pregledu zaprtega cikla ima uporab-
nik možnost prenesti izpisek oziroma transakcijski račun izbranega cikla v
obliki .pdf. V primeru, da uporabnika zanima več informaciji o posamezni
transakciji, lahko s klikom na to preide na zaslon TransactionDetails.
Zaslon TransactionDetails – namen zaslona je prikazati podatke o izbrani
transakciji. Vsaka transakcija spada v eno izmed transakcijskih kategorij, ki
opǐse vrsto transakcije. Na podlagi te je dodeljena barva ozadja in ikona
transakcije. Poleg tega so vedno prikazani tudi opis, lokacija, znesek, datum
nastanka ter datum obračuna transakcije in številka kartice, na kateri je bila
transakcija izvedena. Znesek je privzeto zapisan v valuti EUR, vendar se
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Slika 6.20: Podrobnosti ob. plačila Slika 6.21: Zaslon Activity
Slika 6.22: Pregled izbranega cikla
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v primeru, da je bila transakcija izvedena v tuji denarni valuti, uporabniku
prikaže tudi ta (slika 6.23). Poleg tega je v nekatere zneske vključena pri-
stojbina. V takem primeru se uporabniku, poleg zneska vsote, prikažeta tudi
znesek transakcije brez pristojbine in ločeno vrednost pristojbine (slika 6.24).
Slika 6.23: Podatki transakcije 1/2 Slika 6.24: Podatki transakcije 2/2
Zaslon More – namen zaslona je omogočiti enostaven in jasen dostop do
funkcij aplikacije, ki jih uporabnik ob vsakodnevni uporabi aplikacije ne bo
nujno potreboval (glej sliko 6.25).
Zaslon Account – glavni namen zaslona je prikaz informacij o trenutno
izbranem računu (slika 6.26). Uporabnik se ima možnost prijaviti ali odjaviti
na prejemanje obvestil preko spleta. Prav tako si lahko ogleda seznam ak-
tivnih kartic na računu ter njihove podrobnosti, kot so ime imetnika kartice,
številka kartice, datum veljave itd. Poleg tega lahko uporabnik na zavarovan
način, pri kateremu sledi množici korakov, svoji kartici spremeni kodo PIN
(slika 6.27).
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6.5 Evalvacija
Glavni namen razvoja mobilne aplikacije My Diners je bil razvoj dinamičnega
uporabnǐskega vmesnika z uporabo tehnologij React. Na podlagi znanja, ki
smo ga pridobili v 4. poglavju, in predstavitvi konceptov, ki nam ju tehno-
logiji ponujata v 5. poglavju, smo uspeli uspešno razviti delujočo medplat-
formno mobilno aplikacijo.
Iz razvoja lahko povzamemo naslednje; izbira ogrodja React Native je
definitivno pripomogla k hitrosti in učinkovitosti razvoja mobilne aplikacije,
saj ogrodje omogoča, da se pri razvoju v večini uporablja le programski jezik
JavaScript, medtem ko je delovanje aplikacije kljub temu podprto na obeh
ciljnih platformah – Android in iOS. Pri gradnji se sicer ni mogoče popolnoma
izogniti razvojnim jezikom posamezne platforme, vendar je znanje, potrebno
pri njihovi uporabi, neprimerljivo z znanjem, ki ga je potrebno imeti pri
razvoju domorodnih mobilnih aplikacij. V primeru, da bi se odločili razviti
aplikacijo My Diners kot domorodno, bi se čas gradnje aplikacije vsekakor
podalǰsal. Razvoj bi bil razdeljen na dva dela, pri čemer bi se zahtevalo veliko
več specifičnega znanja o programskih jezikih in orodjih, ki so potrebna za
razvoj aplikacije na posamezni platformi.
Čeprav ogrodje React Native omogoča hiter in učinkovit razvoj mobilnih
aplikacij, katerih uporaba je podprta na obeh mobilnih platformah, se je med
razvojem aplikacije My Diners pojavil problem neenakosti oziroma neskla-
dnosti pri delovanju in videzu uporabnǐskega vmesnika med platformama.
Pri procesu gradnje aplikacij z uporabo ogrodja React Native ne smemo po-
zabiti, da aplikacije razvijamo za več različnih platform, katerih delovanje ni
enako. Res je, da React Native poskrbi, da se koda izbranega elementa, napi-
sana v programskem jeziku JavaScript, na koncu prevede v specifičen izvorni
element posamezne platforme, napisan v ustreznem razvojnem jeziku, vendar
ni nujno, da se videz in delovanje izvornega elementa ene platforme ujemata
z videzom in delovanjem izvornega elementa druge platforme. Takšne razlike
vsekakor povzročijo dodatno delo in upočasnijo razvojni proces. Nazoren
primer tega je nastopil ob implementaciji postopka registracije aplikacije My
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Diners, pri katerem mora uporabnik vpisati datum veljave svoje kreditne
kartice. Zapis datuma je najprej temeljil le na uporabi elementa Picker, ki
uporabniku omogoča izbiro ene izmed podanih vrednosti. A zaradi neskla-
dnosti izvornih elementov, v katere se element Picker na koncu pretvori,
je rešitev zahtevala prilagoditev videza in delovanja aplikacije za posamezno
platformo. Prav tako so nekateri zapisi slogovnih lastnosti elementov podprti
le na določeni platformi, kar posledično pripelje do omejitev pri oblikovanju
uporabnǐskega vmesnika aplikacije. Ravno zaradi predstavljenih razlogov je
bilo pri razvoju aplikacije My Diners potrebno biti zelo pozoren, redno pre-
gledovati delovanje aplikacije na vsaki izmed platform in v primeru najdbe
neenakosti le-to odpraviti.
Pri razvoju smo si prav tako pomagali z zunanjimi knjižnicami, katere
so olaǰsale implementacijo posameznih funkcionalnosti aplikacije. Vendar
ravno ta pomoč namiguje na to, da je glavni namen tehnologij React res
zgolj implementacija uporabnǐskega vmesnika spletnih in mobilnih aplikacij
ter odziv na dogodke uporabnika, kar pomeni, da se je velikokrat potrebno
obrniti k uporabi zunanjih knjižnic. Če se med razvojem znajdemo v situaciji,
kjer je potrebna posodobitev ogrodja na noveǰso različico, moramo biti še
posebej pozorni, saj pri posodobitvi ni potrebno razmǐsljati le o različici
ogrodja, temveč tudi o trenutno nameščenih knjižnicah, ki jih uporabljamo
na projektu. Lahko se zgodi, da nekatere izmed knjižnic niso prilagojene za
delovanje na noveǰsi različici, kar povzroči težave pri delovanju aplikacije.
Navzlic morebitnim dilemam in izzivom, ki nastopijo pri razvoju, je delo
s tehnologijama React učinkovito in omogoča hiter ter kakovosten razvoj
uporabnǐskih vmesnikov spletnih in mobilnih aplikacij. Rezultat pravilne
uporabe in upoštevanje ključnih konceptov tehnologij React sta omogočila
gradnjo sodobne finančne mobilne aplikacije My Diners z enkratno delujočim
uporabnǐskim vmesnikom.
Možnost nadgradnje aplikacije My Diners predstavlja integracija s teh-
nologijo Redux, katera omogoča širši pregled in manipulacijo sistema React
state. Poleg nadgradnje so v načrtu nadaljnjega razvoja aplikacije vključene
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tudi nove funkcionalnosti, kot so uporabnǐska obvestila ter posodobitve vi-
deza posameznih zaslonov za še bolǰso uporabnǐsko izkušnjo.
Poglavje 7
Zaključek
Globlje doumetje tehnologij, brez širšega pogleda na njuni področji upo-
rabe, ne bi bilo mogoče. Ravno zato smo se v diplomskem delu osredotočili
na področji mobilnega in spletnega razvoja, kjer se tehnologiji uporabljata.
Spoznali smo, da pristop k razvoju uporabnǐskega vmesnika spletnih aplikacij
kljub hitremu napredku razvoja programske opreme ni bistveno alteriral. Na-
tančneje smo opisali temeljna orodja, ki se tudi v sedanjem času vsakodnevno
uporabljajo pri implementaciji spletnih strani. Prav tako smo predstavili mo-
bilni platformi iOS in Android ter opisali sestavo njunih arhitektur. Zaradi
nastanka novih načinov implementacij smo ugotovili, da je možno razlikovati
med več vrstami mobilnih aplikacij, katere smo tudi podrobneje opisali. Na
podlagi pregleda področij uporabe tehnologij smo pridobili širok spekter zna-
nja, ki zajema osnove spletnega in mobilnega razvoja in zagotovo pripomore
k bolǰsemu razumevanju knjižnice ReactJS in ogrodja React Native.
Vsako izmed tehnologij smo prav tako primerjali z njunimi konkurenčnimi
tehnologijami, pri čemer smo predstavili njihove prednosti in slabosti. Za na-
tančneǰso primerjavo smo s pomočjo zunanjih virov, ki prikazujejo statistične
podatke uporabe tehnologij, opredelili njihovo priljubljenost in zaželenost
skozi različna časovna obdobja.
Poleg tega smo v diplomskem delu uspešno predstavili delovanje in značilnosti
tehnologij React. Spoznali smo, da se zgodovini tehnologij tesno prepletata,
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po drugi strani pa se kljub temu ne smemo prenagliti in sklepati, da zaradi
podobnega poimenovanja med njima ni razlik. Komponentni pristop k ra-
zvoju in edinstven postopek usklajevanja, ki spadata med temeljne lastnosti
tehnologij, sta preoblikovala način izdelave dinamičnih uporabnǐskih vmesni-
kov in vsekakor vplivala na uspešno rast in uporabo tehnologij. Pregled le
skupnih lastnosti in tretiranje tehnologij kot nekaj popolnoma enakega pa
bi bilo nesmiselno, saj ReactJS služi za razvoj spletnih aplikacij, medtem ko
React Native koristimo za implementacijo mobilnih. S tem v mislih je bilo
predstavljenih tudi nekaj bistvenih razlik med njima.
Pomemben del diplomskega dela predstavljajo praktični primeri, na pod-
lagi katerih smo uspeli zajeti in predstaviti ključne koncepte tehnologij Re-
act. Zasnovali in razvili smo tri enostavne primere aplikacij, pri čemer vsaka
izmed njih izpostavi skupino določenih funkcionalnosti, ki ju tehnologiji po-
nujata. Spoznali smo vrste ter delovanje komponent in tehnike posredova-
nja podatkov med njimi. Naučili smo se uporabe sistemov React props ter
state in predstavili njuno vlogo pri razvoju. Prav tako smo spoznali metode
življenjskega cikla in kako te pripomorejo k delovanju aplikacij. Osredotočili
smo se tudi na pravilno upravljanje z dogodki, izvedbo API zahtev in na
prikazovanje seznamov elementov. Kljub obširni predstavitvi smo spoznali le
najbolj temeljne koncepte tehnologij. Tehnologiji ReactJS in React Native
ponujata še mnogo napredneǰsih funkcionalnosti, ki jih v diplomskem delu
nismo zajeli.
Za bolǰso ponazoritev tega, kar tehnologiji zmoreta, pa smo kot glavni
del praktičnega sklopa predstavili in implementirali kompleksno finančno mo-
bilno aplikacijo My Diners, ki je bila razvita v sodelovanju s podjetjem Dinit.
Razvoj aplikacije je predstavljal odlično priložnost za predstavitev uporabe
ogrodja React Native in temeljnih konceptov tehnologij React v resničnem
svetu. Spoznali smo izzive, s katerimi se je bilo potrebno soočiti pri imple-
mentaciji, in predstavili tematike, o katerih je bilo potrebno razmǐsljati še
pred samim začetkom razvoja. Možnost morebitne izbolǰsave oziroma nad-
gradnje aplikacije predstavlja integracija s tehnologijo Redux, s katero bi
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rektificirali upravljanje sistema React state.
Na podlagi zgoraj navedenega zaključujemo z mislijo: prihodnosti tako
obširnega področja, kot je tehnologija, je skoraj nemogoče predvideti. Vsako-
dnevne inovacije programske opreme imajo lahko nepredstavljiv vpliv na svet
informatike in računalnǐstva ali pa enostavno potonejo v pozabo z množico
ostalih. Tehnologiji React omogočata res veliko in kljub temu, da predsta-
vljata le majhen del velikega področja, smo lahko zaradi njune učinkovitosti
in podpore skupnosti razvijalcev prepričani, da sta in bosta še pustili vtis na
razvoj spletnih in mobilnih aplikacij.
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[48] Alexis Mangin. What are the main differences between reactjs and
react-native? Dosegljivo: https://medium.com/@alexmngn/from-
reactjs-to-react-native-what-are-the-main-differences-
between-both-d6e8e88ebf24. [Dostopano: 20. 11. 2019].
[49] Mobile app. Dosegljivo: https://en.wikipedia.org/wiki/Mobile_
app. [Dostopano: 14. 1. 2020].
[50] Mobile app development. Dosegljivo: https://en.wikipedia.org/
wiki/Mobile_app_development. [Dostopano: 14. 1. 2020].
[51] Mobile Application Types. Dosegljivo: https://virusbrain.com/
2017/01/13/part-3-mobile-application-types/. [Dostopano: 24.
1. 2020].
[52] Npm Trends. Dosegljivo: https://www.npmtrends.com/react-vs-
vue-vs-angular. [Dostopano: 7. 1. 2020].
[53] Nitin Pandit. What and why react.js. Dosegljivo: https://www.
c-sharpcorner.com/article/what-and-why-reactjs/. [Dostopano:
12. 11. 2019].
[54] React Native. Dosegljivo: https://devopedia.org/react-native.
[Dostopano: 12. 11. 2019].
[55] React Navigation. Dosegljivo: https://reactnavigation.org/. [Do-
stopano: 29. 3. 2020].
[56] React: The Virtual DOM. Dosegljivo: https://www.codecademy.com/
articles/react-virtual-dom. [Dostopano: 18. 11. 2019].
[57] React vs Angular vs Vue. Dosegljivo: https://hackernoon.com/
angular-vs-react-vs-vue-which-is-the-best-choice-for-2019-
16ce0deb3847?fbclid=IwAR1Z8OYJ-rMKAMxLg3ArQJ58WeNvgBXFKZx-
JivJzzA5UcTP0-xAbW8rESU. [Dostopano: 6. 1. 2020].
Diplomska naloga 129
[58] React.Component. Dosegljivo: https://reactjs.org/docs/react-
component.html. [Dostopano: 6. 3. 2020].
[59] Anton Shaleynikov. The evolution of react. Dosegljivo: https://
hackernoon.com/the-evolution-of-react-48409fac2efd. [Dosto-
pano: 14. 11. 2019].
[60] John Sonmez. What is mobile development? Dosegljivo: https:
//simpleprogrammer.com/what-is-mobile-development/#ios. [Do-
stopano: 14. 1. 2020].
[61] State and Lifecycle. Dosegljivo: https://reactjs.org/docs/state-
and-lifecycle.html. [Dostopano: 7. 3. 2020].
[62] Damian Sznajder. Reactjs and react native similarities and di-
fferences. Dosegljivo: https://medium.com/selleo/reactjs-and-
react-native-similarities-and-differences-5a922032c4fb. [Do-
stopano: 20. 11. 2019].
[63] Understanding Component-Based Architecture. Dosegljivo: https:
//medium.com/@dan.shapiro1210/understanding-component-
based-architecture-3ff48ec0c238. [Dostopano: 18. 11. 2019].
[64] Unidirectional Data Flow. Dosegljivo: https://www.geeksforgeeks.
org/unidirectional-data-flow/. [Dostopano: 19. 11. 2019].
[65] Unidirectional Data Flow in React. Dosegljivo: https://flaviocopes.
com/react-unidirectional-data-flow/. [Dostopano: 19. 11. 2019].
[66] Lionel Valdellon. Different types of mobile apps. Dosegljivo: https:
//clevertap.com/blog/types-of-mobile-apps/. [Dostopano: 24. 1.
2020].




[68] Virtual DOM and Internals. Dosegljivo: https://reactjs.org/docs/
faq-internals.html. [Dostopano: 18. 11. 2019].
[69] W3C. Dosegljivo: https://www.w3.org/. [Dostopano: 26. 12. 2019].




MatOBhULXZc. [Dostopano: 13. 12. 2019].
[71] What is Mobile Application Development? Dosegljivo: https://
aws.amazon.com/mobile/mobile-application-development/. [Do-
stopano: 14. 1. 2020].
[72] Wenhao Wu. React native vs flutter, cross-platform mobile applica-
tion frameworks. Diplomska naloga, Information technology, Bachelor
of Engineering, Metropolia University of Applied Sciences, 2018.
