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1. 目的及び背景 
	 EQUULEUS（エクレウス）はマイクロ・サテライトとしては世界初の深宇宙探査機であり、2019
年に NASA の新規開発ロケット SLS による打ち上げが予定されている。月から 2 万〜9 万 km の
軌道を航行する。エクレウスにはカメラシステム DELPHINUS（デルフィヌス）が搭載され、月面
衝突閃光の観測を行う。月面衝突閃光とは、流星物質（メテオロイド）が秒速数 10 km という超高
速度で月面に衝突する際の、可視-近赤外領域で観測される発光現象である。エクレウスによる初の
宇宙からの観測により、これまで行われてきた地上観測では十分に得られなかったデータが得られ
ると期待されている。 
地球への転送データ容量に制限があるため、デルフィヌスでは月面衝突閃光の候補イベントのみを
オンボード計算で抜き出して，（10×10 画素）地球へ転送する。故に、運用中にカメラの視野全体
をリアルタイムに見ることができない。そのため、運用時に軌道予想データからエクレウス搭載カ
メラの視野をシミュレーションするプログラムが必要となる。 
 
2. 方法 
視野は、エクレウスの座標データと姿勢が決まれば推定できる。プログラムは、まずミッション期
間中全てにわたる探査機、月、地球、太陽及び星の座標を軌道予測データとして読み込む。続いて、
デルフィヌスカメラの視野を求めるための座標変換を施す。最後に視野を描画する。開発環境は
Visual Studio である。月の描画では、太陽に照らされている部分は、月面上の任意の点での法線ベ
クトルと太陽の方向ベクトルとの内積が正であることを利用して黄色で表示される。地球に照らさ
れている部分（地球照）も同様に水色で表示される。星の描画も行うが、実視等級が小さい（明る
い）ほど大きく描画することで明るい星を目立たせた。また、視野に映る星を左クリックするとそ
の星の情報が表示される機能もつけた。運
用担当者は学生である可能性もあるので、
どんな人でも使いやすいシンプルなアプリ
ケーションとした。 
 
3. 結果と考察 
表示結果の一例（4:1N 軌道における
2019/12/30 21:01:09 の視野）を図 1 に示
す。座標変換などの計算に大きな間違いは
ないことは確認した。一方、視野に映る星の
名前や星座がわかる機能をつけると、より
使い勝手が良くなると考えられる。 
 
図１ プログラム実行画面の一例 
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論文概要 
 
 
QUULEUS（エクレウス）はマイクロ・サテライトとしては世界初の深宇宙探査機であり、2019
年に NASAの新規開発ロケット SLSによる打ち上げが予定されている。月から 2万〜9万 km
の軌道を航行する。エクレウスにはカメラシステム DELPHINUS（デルフィヌス）が搭載され、
月面衝突閃光の観測を行う。月面衝突閃光とは、流星物質（メテオロイド）が秒速数 10 kmと
いう超高速度で月面に衝突する際の、可視-近赤外領域で観測される発光現象である。エクレウ
スによる初の宇宙からの観測により、これまで行われてきた地上観測では十分に得られなかっ
たデータが得られると期待されている。 
地球への転送データ容量に制限があるため、デルフィヌスでは月面衝突閃光の候補イベントの
みをオンボード計算で抜き出して，（10×10画素）地球へ転送する。故に、運用中にカメラの視
野全体をリアルタイムに見ることができない。そのため、運用時に軌道予想データからエクレウ
ス搭載カメラの視野をシミュレーションするプログラムが必要となる。 
 
視野は、エクレウスの座標データと姿勢が決まれば推定できる。プログラムは、まずミッショ
ン期間中全てにわたる探査機、月、地球、太陽及び星の座標を軌道予測データとして読み込む。
続いて、デルフィヌスカメラの視野を求めるための座標変換を施す。最後に視野を描画する。開
発環境は Visual Studio である。月の描画では、太陽に照らされている部分は、月面上の任意の
点での法線ベクトルと太陽の方向ベクトルとの内積が正であることを利用して黄色で表示され
る。地球に照らされている部分（地球照）も同様に水色で表示される。星の描画も行うが、実視
等級が小さい（明るい）ほど大きく描画することで明るい星を目立たせた。また、視野に映る星
を左クリックするとその星の情報が表示される機能もつけた。運用担当者は学生である可能性
もあるので、どんな人でも使いやすいシンプルなアプリケーションとした。 
 
表示結果について、座標変換などの計算に大きな間違いはないことは確認した。一方、視野に
映る星の名前や星座がわかる機能をつけると、より使い勝手が良くなると考えられる。 
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第1章 序論
2019年に、東京大学と JAXA が共同で提案した 6Uサイズ（1U:10 cm立方）の小型探
査機 EQUULEUS(以下、エクレウス）が NASAの新規開発ロケット SLS(Space Launch
System)により打ち上げられる計画がある。SLSは、将来的には小惑星や火星への有人飛
行への利用が検討されている大型ロケットである。SLSの初号機は月フライバイ軌道へ有
人宇宙船の試験機を打ち上げる予定だが、月以遠に飛行する貴重な深宇宙打上げ機会の余
剰重量を有効活用するため、13機の 6U CubeSat（約 10 × 20 × 30 cm）が相乗りで打ち
上げられることになった。NASAの JPL、Marshall、Ames、Goddardの各センターや米
国内の大学・企業等が威信をかけて小惑星フライバイや月の極域探査などの野心的なミッ
ションを提案する中、「将来の有人宇宙探査に貢献するミッションであること」を前提に、
相乗りスロットが JAXAを含む国際パートナーにも割り当てられることとなった。JAXA
関連では、エクレウスと、おもてなし（OMOTENASHI：Outstanding MOon exploration
TEchnologies demonstrated by NAno Semi-Hard Impactor）の２機のCubeSatが相乗り
スロットを獲得した。東京大学は、JAXAと共同で開発した PROCYON（「はやぶさ２」
に相乗り）により世界で初めて 50 kg級の超小型深宇宙探査機バス技術の実証に成功した。
PROCYONよりもさらに小さな深宇宙探査機の実現を目指すエクレウスは、再び JAXA
と東京大学の共同開発体制で開発することとなり、2016年にプロジェクトがスタートした。
この探査機のミッションは４つあり、その内の一つに、月面衝突閃光の観測がある。月面
衝突閃光とは、流星物質（メテオロイド）が秒速数 10 kmという超高速度で月面に衝突す
ることによる、可視-近赤外領域で観測される発光現象であり、その明るさは衝突の運動エ
ネルギーにより変化する。エクレウスによる初の宇宙からの観測により、これまで行われ
てきた地上観測では十分に得られなかったデータが得られると期待されている。ここで、こ
の探査機に搭載される DELPHINUS（DEtection camera for Lunar impact PHenomena
IN 6U Spacecraft）は、月面衝突閃光と小惑星の観測を行うことを目的とした，可視光カ
メラシステムである。地球への転送データ容量に制限があるため、デルフィヌスでは、月
面衝突閃光の候補イベント画像（10 × 10画素）のみをオンボード計算で抜き出して地球
へ転送する [1]。よって、ミッション中におけるカメラの視野全体をリアルタイムで見る
ことはできない。ミッション中のカメラの視野を把握することは、運用の手助けとなる。
よって、本研究では、月探査機エクレウスに搭載されたカメラシステム デルフィヌスの
視野シミュレータを作成する。これにより、運用担当者はミッション中のカメラの見え方
を視覚的に理解することができる。
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第2章 地球-月系ラグランジュ点探査機「エ
クレウス」の概要
2.1 ミッション
2019年に、東京大学と JAXA が共同で提案した 6Uサイズ（1U:10 cm立方）の小型探
査機「エクレウス」 (図 2.1)はNASAの新規開発ロケット SLS(Space Launch System)に
より打ち上げられる予定である。目的地は、地球と月の重力と遠心力が釣り合う平衡点で
あるラグランジュ点（L2点）で、到達後は L2点を周回する。このミッションの目的は、
以下の工学的技術実証および理学観測を行うことである。
• 「エクレウス」による太陽-地球-月圏での軌道制御・宇宙探査技術の実証
• 地球周囲のプラズマ撮像による地球磁気圏の全体像把握
• 月の裏側へのメテオロイド (小天体）の衝突により発生する閃光の観測
• 地球-月圏の微粒子検出による惑星間ダスト分布環境の調査
図 2.1: 月探査機「エクレウス」の想像画 [1]
本研究は、これらのミッションの内、月の裏側へのメテオロイドの衝突により発生する
閃光を観測するミッションに関するものである。
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2.2 「エクレウス」搭載カメラシステム「デルフィヌス」による月
面衝突閃光の観測
直径が cm～mのメテオロイド (meteoroid)と呼ばれる惑星間空間を漂う微小天体が、秒
速数 10 kmという超高速で月面に衝突すると、その運動エネルギの一部が可視光から近赤
外領域の光として放射される。この発光を月面衝突閃光（Lunar Impact Flash）と呼ぶ。
この閃光を観測するにはいくつか条件がある。一つは、月面衝突閃光は地球から見て 5～9
等級と月明かりに対して暗いため、月の夜側（月の欠けて暗くなっている部分）でしか観
測できない。よって、地球から月面衝突閃光を観測する場合，夜側部分が大きくなる三日
月頃に観測条件が良くなる。しかし、三日月の頃は，夜側部分に地球に反射した太陽光が
当たるため、うっすらと見える「地球照（ちきゅうしょう）」と呼ばれる現象が背景光とな
り観測の邪魔になる。二つ目は、月面衝突閃光の継続時間は、0.01～0.1秒程度と短いた
め、超高感度のビデオカメラを必要とする。今回のミッションでは、1/3インチCCDを用
いて 1/60秒おきに間断なくビデオ撮影を繰り返す [6]。電気ノイズや宇宙線などによる誤
検出をなるべく防ぐために、隣り合った 2台のカメラで月面衝突閃光の同時観測を行う。
DELPHINUS（DEtection camera for Lunar impact PHenomena IN 6U Spacecraft）」
は，月面衝突閃光と小惑星の観測を行うことを目的とした可視光カメラシステムである。
「いるか座 DELPHINUS（デルフィヌス）」は，全天 88星座のうち 20番目に小さな星座
だが，5つの 4等星から成る形は美しく，夏の星座の片隅を彩る。そして，全天で 2番目
に小さな星座である「こうま座 EQUULEUS（エクレウス）」と接している。「いるか座
DELPHINUS」は，Dolphin（イルカ）のラテン語で「デルピーヌス」と発音するが，米
国NASAのミッションで打ち上げられるので，本ミッションでは英語の「デルフィヌス」
の発音を採用する。EQUULEUSミッションでの愛称（略称）は「デルピー (DLP)」であ
る [1]。
図 2.2: エクレウスの外観 [7]
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まとめると、地球からの望遠鏡を用いた観測には、以下のような制約がある。
• 夕方か明け方の三日月頃だと、数時間程度しか連続観測ができない。
• 地球照が 1秒角当り約 13等級の背景光としてバックグランドを上げてしまう。
• 地球大気による減光の影響を受ける。
• 直径数 cm以下のサイズのメテオロイドによる衝突閃光は暗すぎて観測困難である。
一方、月の裏側の地球-月系ラグランジュL2点の軌道に停留する「エクレウス」からは，
• 同一機器での長時間連続観測ができる（1回の観測が 1日以上になる）。
• 地球照の影響をほとんど受けない。
• 地球大気による減光の影響を受けない。　
• 直径数 cm以下のサイズのメテオロイドのサイズ分布と時間変化（フラックス）を
明らかにできるかもしれない。
といったメリットがある。一方、
• 太陽や地球の直射光の影響を受けやすい。
• 月の明るい部分（昼側）からの迷光の影響を受ける。
• 地球へ転送データ容量に制限がある。
のようなデメリットもある。そのため、
• 太陽離角，地球離角が 45度以上，月の夜側が全体の 1/4以上でかつ月面距離が 6万
km～2万 kmとなる条件を全て満たす観測時間が十分に確保できる探査機の軌道設
計 (図 2.3)
• 直射光をブロックし，迷光を観測に影響のない程度まで十分除去する遮光フードと
迷光除去機能の搭載
• 月面衝突閃光の候補イベントのみをオンボード計算で抜き出してデータ量を減らし
たあと地球へ転送
を行う。DELPHINUSは、1/3インチCCDを用いて1/60秒おきに間断なくビデオ撮影を繰
り返す。電気ノイズや宇宙線などの類似閃光による誤検出をなるべく防ぐ目的で，隣り合っ
た2台のカメラで月面衝突閃光の同時観測を行う (図2.4(a))。また探査機上のDELPHINUS
専用 FPGA(Field-Programmable Gate Array)とCPUによって，同時刻に同位置に発生
した発光を月面衝突閃光候補として自動検出を行い，イベント候補画像のみを地球に送信
する (図 2.4(b))。
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図 2.3: CCDカメラの視野 [6]
(a)デルフィヌスカメラの概要
(b)閃光のダウンリンク
図 2.4: デルフィヌスカメラと閃光のダウンリンク [6]
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2.3 エクレウスによる月面衝突閃光観測の科学的意義
月面衝突閃光観測で期待される最大の科学的成果は、地球周辺の直径 cm～数 10 cmサ
イズのメテオロイド・ダストの個数分布とその時間変化の解明である。地上の望遠鏡で観
測される直径数 10 mサイズ以上の小天体（小惑星や彗星）の個数分布と、光やレーダー
を用いた流星観測で計測される直径μm～mmサイズのダストを繋ぐ領域を、今回のミッ
ションで埋めることができる。地球大気圏に突入した場合に金星よりも明るい大火球とな
るような直径 cm～数 10 cmサイズのメテオロイドは数が少ないため、観測可能な天空領
域が限られた地上観測では非常に稀にしか観測されない。一方、月面全体が月面衝突閃光
を通したメテオロイドの望遠鏡代わりになることで、検出確率が数 10倍に向上して統計
的に意味のある十分な数の観測が可能になる。NASAが口径 40 cmクラスの望遠鏡を使
い約 8年間で捉えた月面衝突閃光数（約 300イベント）を口径 4 cm足らずのカメラを搭
載した探査機「エクレウス」による延べ１ケ月程度の観測（約半年のミッション期間中）
で達成できると期待されている。また、月面上で 200 個以上の新鮮なクレーターが新た
に同定され、直径が 10メートル以上のクレーターの総数が現在のモデルによる予測を 33
％上回っていることが、NASAのルナー・リコネサンス・オービターの観測によって発表
された (Speyerer et al., Nature 538, 13 October 2016)。月面衝突メテオロイドのサイズ
分布の定量評価を行うことは、人類が再び月面に降り立ちインフラ整備を進めて行く上で
とても重要である。人類初の「月面衝突閃光の宇宙からの観測」と「月面 (裏)衝突閃光の
観測」を実現させることがDLPの第一目標である [1]。
図 2.5: メテオロイドのサイズ分布 [1]
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一方、地球に接近する地球近傍小惑星やメテオロイドが地球に近接遭遇した際に、地球の
重力に捕獲されて「地球の第二の月」になることが近年の理論的研究と観測結果から明らか
になってきた。これらの天体を総称して、「一時的 (地球重力圏)捕獲天体 (TCOs=Temporarily
Captured Orbiters)」とか「ミニムーン (Mini-Moons)」と呼ぶ。地球の月と異なる点は、
ミニムーンは力学的運動中心は太陽でありつつ、地球の周りを回るように運動する天体で
ある。直径が 3-6 m程度と推定される小惑星 2006 RH120は 2006年 9月から 2007年 6月
までの１年弱ミニムーンになっていたことが判明した。また、2016年には 100年ほど前に
ミニムーンになったと考えられる直径 40-100 m程度の小惑星 2016 HO3が発見され、今
後数百年間も引き続きミニムーンであることが予想されている。理論モデルによると、直
径 1 mのミニムーンは常に 2個、10 cmサイズだと常に 1000個ものミニムーンが存在し
ていることが示唆されている。実際に、ミニムーンが地球大気圏に突入した火球も発見さ
れた。流星の 0.1%（1000個に 1個）は、ミニムーン由来であるとも言われている。典型
的なミニムーンの地球との相対速度（対地速度）は、約 2 km/sと超低速であるため探査
機によるランデブーが容易であることが明白である。一方、2016年では、地球近傍小天
体 (NEOs=Near-Earth Objects; 多くは小惑星)は、約 15,000個発見されており、月軌道
の内側まで侵入するNEOも毎年のように発見されるようになった。ミッション期間中に
観測可能な彗星・小惑星もあるが、観測可能なミニムーンやNEOが発見され次第、臨機
応変に対応する予定である。地上望遠鏡と連携してミニムーンや NEOを「エクレウス」
から観測することにより、天体の位置測定から軌道決定に貢献し、明るさの時間変化から
自転周期決定に貢献できることが考えられる。DLPには、ミニムーンやNEOを観測（あ
るいは発見）するための長時間シャッターモード (露光時間 30秒まで)が搭載されている。
更に、ランデブー可能なミニムーンやNEOが発見された場合、「エクレウス」がフライバ
イを試みることも想定されるので、近接撮像を行う際の高速シャッターモード (露光時間
1/4000秒まで)も用意されている。将来の宇宙資源利用には、ミニムーンやNEOなどが
採掘対象になることが有力で、「シスルナ空間 (Cis-Lunar region)」に人類の活動範囲が広
がり、地球-月系ラグランジュ点は宇宙物資輸送の港として考えられているので、「エクレ
ウス」ミッションは将来の宇宙資源利用のパイオニア的存在になることが期待されるので
ある [1]。
図 2.6: TCOs(Mini-Moons)[1]
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第3章 開発環境
本研究では、Visual C++を用いて軌道表示プログラムを作成した。
3.1 CとC++
パソコンでアプリケーションを開発する方法は色々あるが、特に重要な言語としてC言
語というものがある。UNIXというオペレーティングシステム（コンピュータの基本ソフ
トウェア）を記述するために、アメリカのAT＆Tベル研究所のDennis M. Ritchie博士
によって 1970年代始めに開発された言語である。これは開発者が記述したプログラムが、
その通りに走るものである。この言語をもとに、機能を強化した C++が生まれた。これ
は、オブジェクト指向プログラミングをサポートしている。これは、一言で言うとクラス
を使ったプログラムと言うことができる。このクラスを元に、オブジェクト（実体）によっ
てプログラムを操作、実行していくのが C++の重要な機能である。クラスはあくまで設
計図であり、「型」でしかない [2]。
3.2 クラスとオブジェクト
Cは、一般変数や個別関数といったものの寄せ集めによって成り立つプログラムであっ
た。それがC++により、変数と関数の両方を持ち合わせる集合体ができるようになった。
これをクラスと呼ぶ。変数とは、データ（数値）が変わる、および変えられる領域のこと
で、整数のみ、小数対応、文字のみといったいくつかの種類がある。また、関数とは、言
語の命令を使って記述されたものである。ここで、クラス上での変数および関数は、それ
ぞれメンバ変数、メンバ関数と呼ぶ [2]。
このクラスにより、約束事は増加するので記述量は増える可能性がある。しかし、変数、
関数が多数存在する複雑なプログラムになったとき、プログラム単位でまとまっているク
ラスは、一種のライブラリ的な状態となり、再利用する上で便利である。また、クラスは
値を直接代入せず、メンバ関数を介してアクセスするのが一般的である。そのため、直接
数値を入れたときの危険性を回避する安全策を含めることができる。例えば、プログラム
は「1以上」を扱うようにできていたとする。そこへ直接「-3」を入れると誤作動を起こ
す危険性がある。しかし、始めに入力値「-3」を関数で「マイナスはプラスに変換」とさ
せてから変数に代入すれば、その危険性を回避できる [2]。
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3.3 Visual C++とは
先に述べたC、C++はMS-DOSというOSベースによる言語であった。Visual C++は
そのC++にWindows向きのライブラリを加え、開発をサポートする環境を用意したもの
である。これにより作成されたプログラムは、Cのような手続き型ではなく、何らかのイ
ベントが起こらない限り動かない。イベントとは、ボタンがクリックされた、文字が入力
された、キーボードが押されたなどの外部からのアクションのことである。そしてそのイ
ベントが起こったとき、初めてそのアクションに対応した部分のプログラムが動くのであ
る [2]。
3.4 Visual C++の特徴
Windows用のアプリケーションには、共通のプログラムが存在する。例えば、ウィンド
ウの作成や、ファイルの入出力といったものである。Visual C++は、このコードを自動
的に作成する機能をもつ。また、手動でプログラムを追加することも可能である。これら
はMFC(Microsoft Foundation Class)と呼ばれるライブラリが存在し、プログラムを一括
管理し、開発者に提供する、いわば図書館のようなものである。これを利用することで、
残りの部分を開発者が肉付けするだけでいいので、効果的な開発が可能となる [2]。
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第4章 設計
4.1 プログラムの流れ
まず、デルフィヌスカメラの視野は以下の二つが決まることで推定できる。
• 軌道データ（エクレウス、月、地球、太陽、星の位置）
• エクレウスの姿勢
図 4.1: デルフィヌスカメラの視野の決まり方
これを踏まえ、プログラムの流れを考えた。まず軌道予測データを開き、read data関数
を呼び出して軌道データを読み込む。星のデータ（ヒッパルコス星表）については、プロ
グラム起動時に read halo関数を呼び出して読み込んだ。次に、読み込んだデータに対し
て、デルフィヌスカメラの視野に合わせた座標変換や投影変換、ビューポート変換を施し、
ウィンドウに描画した。図 4.2は、そのフローチャートである。
以上をもとに、より詳しく説明していく。
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図 4.2: プログラムのフローチャート
4.1.1 データの読み込み
以下の図 4.3に示すのは、エクレウスの軌道予測データである。内容は、地球を原点と
する、観測時間（ET）に対するエクレウス、太陽、月の黄道座標成分と速度成分の計 19
項目である。これらは 10分おきのデータである。時間、距離、速度の単位は、それぞれ
s, km, km/sである。ここで、時間を示す ETについては、天文学で扱う元期（時間の起
点）の一つである J2000を採用している。J2000は西暦 2000/1/1 11:58:55.816を基準の
時間とし、そこからの経過秒数を表したものである [3]。
図 4.3: 軌道予測データ
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軌道予測データ以外に、ヒッパルコス星表を読み込んだ。ヒッパルコス星表とは、位置天
文衛星ヒッパルコスによって集められたデータをもとにして作られた星表である。全デー
タ量は非常に大きいので、実際には明るい星の基本データのみを抽出した図 4.4に示すよ
うなファイルを用いた [4]。
図 4.4: ヒッパルコス星表
4.1.2 エクレウスの姿勢の条件
エクレウスの姿勢の条件として、図 4.5のようにデルフィヌスカメラが常に月をみてい
ること、太陽電池パネルが常に太陽に正対していることが挙げられる。なお、太陽電池パ
ドルは図 4.5の x軸まわりに回転することができる。
4.1.3 デルフィヌスカメラの視野に合わせた変換（視野変換）
姿勢の条件を考慮し、図 4.6のようなデルフィヌスカメラの視野に合わせた座標系を作っ
た。座標軸の向きは、図 4.5の場合と異なる。地球方向ベクトルから地球に照らされる領
域を計算する。また、星方向ベクトルから星をプロットする。
軌道予測データの座標系である地球中心の黄道座標を出発点とした座標変換の過程を説
明する。
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図 4.5: エクレウスの姿勢
原点を月に変更する
軸の方向は変えずに、原点を地球から月に変更した (図 4.7, 4.8)。
変換後のエクレウスの座標を (x(1)eql, y(1)eql , z(1)eql )は以下のように求められる。
x
(1)
eql = xeql − xmoon (4.1)
y
(1)
eql = yeql − ymoon (4.2)
z
(1)
eql = zeql − zmoon (4.3)
なお、月、地球、太陽についても同様に計算した。
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図 4.6: デルフィヌスカメラの視野に合わせた座標系
Z軸まわりに回転
Z軸まわりに回転し、X(2)Y (2)Z(2)座標系を作った (図 4.9)。このとき、エクレウスが常
にX(2)Z(2)面内に存在するようにした。
変換後のエクレウスの座標を (x(2)eql, y(2)eql , z(2)eql )とすると、回転角 θ1は以下のように求め
られる。
y
(2)
eql = y
(1)
eql ∗ cos θ1 − x(1)eql ∗ sin θ1 = 0 (4.4)
θ1 = arctan y
(1)
eql/x
(1)
eql (4.5)
よって、(x(2)eql, y(2)eql , z(2)eql )は、
x
(2)
eql = x
(1)
eql ∗ cos θ1 + y(1)eql ∗ sin θ1 (4.6)
y
(2)
eql = 0 (4.7)
z
(2)
eql = z
(1)
eql (4.8)
と求めた。地球、太陽についても同様に計算した。
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図 4.7: 原点が地球の黄道座標系
図 4.8: 原点が月の黄道座標系
Y (2)軸まわりに回転
Y (2)軸まわりに回転し、X(3)Y (3)Z(3)座標系を作った (図 4.10)。このとき、エクレウス
が常に Z(3)軸上に存在するようにした。
条件より、変換後のエクレウスの座標を (x(3)eql, y(3)eql , z(3)eql )とすると、x(3)eql = 0であればい
いので、回転角 θ2は以下のように求められる。
x
(3)
eql = x
(2)
eql ∗ cos θ2 − z(2)eql ∗ sin θ2 = 0 (4.9)
θ2 = arctanx
(2)
eql/z
(2)
eql (4.10)
よって、(x(3)eql, y(3)eql , z(3)eql )は、
x
(3)
eql = 0 (4.11)
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図 4.9: Z軸まわりに回転
図 4.10: Y (2)軸まわりに回転
y
(3)
eql = 0 (4.12)
z
(3)
eql = x
(2) ∗ sin θ2 + z(2) ∗ cos θ2 (4.13)
と求めた。地球、太陽についても同様に計算した。
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Z(3)軸まわりに回転
Z(3)軸まわりに回転し、X(4)Y (4)Z(4)座標系を作った (図 4.11)。このとき、太陽が常に−
Y (4)軸上に存在するようにした。
図 4.11: Z(3)軸まわりに回転
条件より、変換後のエクレウスの座標を (x(4)sun, y(4)sun, z(4)sun)とすると、x(4)sun = 0かつy(4)sun <
0であればいいので、まず回転角 θ3は以下のようにして求めた。
x(4)sun = x
(3)
sun ∗ cos θ3 + y(3)sun ∗ sin θ3 = 0 (4.14)
θ3 = arctan−x(3)sun/y(3)sun (4.15)
よって、(x(4)sun, y(4)sun, z(4)sun)は、
x(4)sun = 0 (4.16)
y(4)sun = y
(3)
sun ∗ cos θ3 − x(3)sun ∗ sin θ3 (4.17)
z(4)sun = z
(3)
sun (4.18)
このとき、y(4)sun > 0だったときは Z(4)軸まわりにさらに pi回転させ (x(4)sun, y(4)sun, z(4)sun)を
求めた。エクレウス、地球についても同様に計算した。
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ここで、星の座標変換に関しては、ヒッパルコス星表は原点を地球とする赤道座標系で
あるため、上述の変換を施す前に原点を地球とする黄道座標系に変換した。赤道座標系
の X-Y平面を 23.43度傾けたものが黄道座標系であるため、赤道座標系の X軸まわりに
23.43度回転させて黄道座標系に変換した。また、原点を月に平行移動する変換は施して
いない。以下の図のように、地球-月間の距離に対して、それらから太陽（最も近い恒星）
までの距離が 3桁違う。よって図 4.12のように地球と月から見た太陽の方向は約 0.15度
しか違わない。星は太陽よりさらに遠いため、地球から見ても月から見ても星の見え方は
ほぼ同じであると近似できるからである。
図 4.12: 地球と月からみた太陽の方向の違い
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4.1.4 投影変換
次に、投影変換を施した。図 4.13のように、使用するCCDカメラは焦点距離が 50 mm
である。月の半径を R、月とカメラの距離を EQLMOON、月の視直径を θ、レンズの中
心と投影面との距離を b、投影される相対的な月の直径を xとおくと、焦点距離 50 mmに
比べ、月とカメラの距離は 2万～9万 kmとはるかに大きい。無限遠にある巨大な被写体
の実像は、焦点距離の面にできるので、b = 50 mmとした。図より、
図 4.13: 投影変換
θ =
2 ∗R
EQLMOON
(4.19)
x = b ∗ θ (4.20)
となる。星の位置についても、同様の手順で求めた。
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4.1.5 ビューポート変換
最後に、値をクライアント座標での値に変換した。そうすることで、ウィンドウに描画
できる。
図 4.14: ビューポート変換
このようにして、デルフィヌスカメラの視野にあわせた座標変換、投影変換、ビューポー
ト変換を、月、太陽、エクレウス、地球、星の座標に施した。
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4.1.6 月の昼側領域、地球に照らされる領域の計算
月が太陽に照らされている領域に関しては、月面上の任意の点での法線ベクトルと、太
陽の方向ベクトルとの内積が正であるとき、その点を黄色く描画した (図 4.15)。地球に照
らされている領域についても、同様の方法で計算し、水色で描画した。
図 4.15: 太陽に照らされている領域。P(x,y,z)は月表面の任意の点、SUN(x,y,z)は太陽の座
標、θは点Pでの法線ベクトルと太陽の方向ベクトルとのなす角を表している。0 < cos θ < 1
を満たす点 Pを黄色く描画した。
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4.1.7 星の描画
星の描画に関しては、図 4.16のように、等級ごとに 4段階で星の大きさを変え、SetPixel
関数を用いて明るい星ほど大きく描画した。また、0等級以下の星はピンク色で描画し、
目立たせた。
図 4.16: 星の描画
4.1.8 月の経線、緯線の描画
月の経線、緯線の描画に関しては、図 4.17のように 30度間隔で SetPixel関数を用いて
描画した。また、Eclipse関数を用いて月の北極点、南極点をそれぞれ赤色、青色で描画
した。
図 4.17: 月の経線、緯線の描画。角度はプログラム中では単位 radianで表している。
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4.2 プログラムの具体的なフロー
以上より、章 4.1(図 4.2）のフローの詳細を図 4.18に示す。主な機能は以下の通りである。
• 任意の日時における視野を静止画で表示
• 任意の日時からの視野の変化をアニメーションで表示
• リアルタイムでの視野を表示
図 4.18: 具体的な流れ
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4.3 プログラムの構成
上記をもとにプログラムを作成した (付録１参照）。このプログラムは 2個のヘッダー
ファイルと 12個のソースファイル、１つのリソースファイルよって構成されている。
4.3.1 ソースファイル
コンパイルされるファイル
kobayashi.cpp 操作ウィンドウや描画ウィンドウを作る。
kobayashi DlgProc.cpp 様々な作業の中心となるダイアログ。
kobayashi WndProc bitmap.cpp 描画ウィンドウのウィンドウプロシージャ　
Calcu Time.cpp 経過秒数を年月日時分秒に直す関数や、PCの時刻を経過秒数に直す
関数が入っている
kobayashi filename.cpp ファイルを選択し、そのパス名を得る関数が入っている
kobayashi disp axes2.cpp ウィンドウ中に目盛軸を書く関数が入っている
kobayashi read data.cpp 軌道予測データを読み込む関数が入っている
Read star.cpp ヒッパルコス星表を読み込む関数が入っている
Cordi Trans1.cpp 座標系を平行移動する関数が入っている
Cordi Trans2.cpp 座標系を Z軸まわりに回転する関数が入っている
Cordi Trans3.cpp 座標系をY軸まわりに回転する関数が入っている
disp star.cpp 星を描画する関数が入っている　
4.3.2 ヘッダーファイル
情報（関数の定義やプロトタイプ宣言、グローバル変数の宣言など）提供
kobayashi.h 関数の定義やプロトタイプ宣言、グローバル変数の宣言
resource.h kobayashi.rcで使うボタンなどを定義する
4.3.3 リソースファイル
実行ファイルに埋め込まれた読み取り専用のデータを保存しているファイル。
kobayashi.rc アイコンやダイアログを埋め込む
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第5章 プログラムの実行結果
5.1 起動画面
プログラム起動時には二つのウィンドウが表示される (図 5.1)。一つ目は視野を描画す
るためのウィンドウで、二つ目は操作ボックスである。
図 5.1: 起動画面
27
5.2 視野描画の一例
デルフィヌスカメラの視野を描画した一例を、図 5.2および図 5.3に示す。
図 5.2: 最有力候補とされている軌道における視野の一例。太陽に照らされている領域は
黄色で、地球に照らされている領域（地球照）は水色で描画している。灰色の領域は、月
面衝突閃光の検出に最も適した領域であり、実際には真っ黒である。また、赤い点は月の
北極点を示す（南極点は青点で示される）。また、カーソルを知りたい星に合わせ、左ク
リックを押すとその星の情報が表示される
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図 5.3: 別の候補となる軌道における視野の一例。同じく太陽に照らされている領域は黄
色で、地球に照らされている領域（地球照）は水色で描画している。灰色の領域は、月面
衝突閃光の検出に最も適した領域であり、実際には真っ黒である。また、青い点は月の南
極点を示す。また、カーソルを知りたい星に合わせ、左クリックを押すとその星の情報が
表示される
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5.3 エクレウスの姿勢2パターン
ここで、図 5.4が示すように、デルフィヌスカメラが常に月をみていて、かつ太陽電池
パドルが常に太陽に正対している姿勢は 2パターンある (パドルを一つの軸のまわりに回
転できるので）。ミッション中にどちらの姿勢になるのかはまだ決まっていない。そこで、
操作ボックスに姿勢 2パターンのラジオボタンを作り、どちらの姿勢になっても視野を描
画できるようにした。
図 5.4: エクレウスの姿勢 2パターン
30
第6章 考察
今回作成したプログラムにミスやバグがないかを、エクレウスミッションの分析チーム
による EQUULEUS Science Orbit Example Data[5]および天文シミュレーションソフト
ウェア「ステラナビゲータ」をもとに調べた。EQUULEUS Science Orbit Example Data
には、軌道予測データをもとに、エクレウスの月からの距離（月面高度）やデルフィヌス
カメラから見た月の夜側領域などを計算したものが入っている。エクレウスの月面高度変
化と、エクレウスから見える月の満ち欠け、地球に照らされる領域の 3点を結果と比較し
た。ここで、エクレウスの軌道予測データについては、図 6.1および図 6.2に示すように
候補となる軌道が 4つある。主に黄道の Z軸の北側を周回する軌道 (North）と、南側を
周回する軌道 (South）があり、それぞれがエクレウスが月面から近めのところを周回する
軌道 (4:1)と、遠めのところを周回する軌道 (5:2)に分けられる。
図 6.1: エクレウスの暫定軌道 [5]
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図 6.2: エクレウスの暫定軌道 2[5]
また、天文シミュレーションソフトウェア「ステラナビゲータ」(図 6.3)は、紀元前 10
万年から西暦 10万年までの星空を高精度で再現するものである。
図 6.3: ステラナビゲータ
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6.1 エクレウスの月面高度と視野
エクレウスの月面高度を EQUULEUS Science Orbit Example Dataと比較した。ここ
では、視野と同時にエクレウスの月面からの距離も表示させて矛盾がないか調べた (図 6.4
～6.7)。任意の年月日時分秒におけるデルフィヌスカメラの視野と月面高度を、同じとき
の EQUULEUS Science Orbit Example Dataにおける月面高度と比較して大きな間違い
がないか確認した。4つ全ての軌道において、月面距離と視野に大きな間違いはないこと
を確認した。
図 6.4: 4:1N軌道の高度と視野。視野描画ウィンドウ中の小さなウィンドウにはエクレウ
スからの月面までの距離が表示されている
図 6.5: 4:1S軌道の高度と視野
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図 6.6: 5:2N軌道の高度と視野
図 6.7: 5:2S軌道の高度と視野
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6.2 デルフィヌスカメラから見える月の夜側領域と視野に表示され
る月の満ち欠け
次に、デルフィヌスカメラから見える月の夜側領域と視野に表示される月の満ち欠けを
EQUULEUS Science Orbit Example Data [5]と比較した (図 6.8～6.11)。ここで、視野
と描画ウィンドウ中の小さなウィンドウに月の夜側の割合も表示させて矛盾がないか調べ
た。具体的には、任意の年月日時分秒におけるデルフィヌスカメラの視野と月の夜側の割
合を、同じときの EQUULEUS Science Orbit Example Dataにおける月の夜側の割合と
比較して大きな間違いがないか確認した。4つ全ての軌道において、月の夜側の割合と視
野に大きな間違いはないことを確認した。
図 6.8: 4:1N軌道の月の夜側領域と視野
図 6.9: 4:1S軌道の月の夜側領域と視野
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図 6.10: 5:2N軌道の月の夜側領域と視野
図 6.11: 5:2S軌道の月の夜側領域と視野
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6.3 地球に照らされる領域と視野
次に、地球に照らされる領域をEQUULEUS Science Orbit Example Data [5]と比較し
た (図 6.12～6.15)。ここで、視野と描画ウィンドウ中の小さなウィンドウにエクレウス-月-
地球のなす角度も表示させて矛盾がないか調べた。具体的には、任意の年月日時分秒におけ
るデルフィヌスカメラの視野とエクレウス-月-地球のなす角度を、同じときのEQUULEUS
Science Orbit Example Dataにおけるエクレウス-月-地球のなす角度と比較して大きな間
違いがないか確認した。4つ全ての軌道において、エクレウス-月-地球のなす角度と視野
に大きな間違いはないことを確認した。
図 6.12: 4:1N軌道における地球に照らされる領域と視野
図 6.13: 4:1S軌道における地球に照らされる領域と視野
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図 6.14: 5:2N軌道における地球に照らされる領域と視野
図 6.15: 5:2S軌道における地球に照らされる領域と視野
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6.4 視野に映る星
次に、視野に映る星が正しく表示できているのかを、天文シミュレーションソフトウェ
ア「ステラナビゲータ」を用いて確認した (図 6.16～6.19)。任意のデルフィヌスの視線方
向の視野に映る星を、同じ視線方向におけるステラナビゲータ上での星と比較して大きな
間違いがないか確認した。このとき、月の北極方向は黄道北極方向と一致していると近似
した。4つ全ての軌道において、星の表示に大きな間違いはないことを確認した。
図 6.16: 4:1N軌道の視野に映る星とステラナビゲータとの比較
図 6.17: 4:1S軌道の視野に映る星とステラナビゲータとの比較
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図 6.18: 5:2N軌道の視野に映る星とステラナビゲータとの比較
図 6.19: 5:2S軌道の視野に映る星とステラナビゲータとの比較
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6.5 シミュレータの機能に関して
このシミュレータのユーザーには、学生も想定される。そこで、なるべくシンプルで使
い勝手のよいプログラムを開発した。運用時に求められる最低限の機能は、
• 任意の日時における視野を静止画で表示
• 任意の日時からの視野の変化をアニメーションで表示
• リアルタイムでの視野を表示
• 視野に映る星の情報を表示
であった。ほかに加えてもよい機能がいくつかあったが、複雑でわかりにくいものになる
よりもだれでも扱いやすいシンプルなシミュレータを目標に、機能を 4つに絞った。
星の表示に関しては、星の名前が入ったデータを読み込み、HIP番号だけでなく星の名
前を表示できるとさらに使い勝手がよいシミュレータになると考える。また、星座線を描
画する機能もつければ、より直感的に視野をイメージできると考える。描画に関しては、
月はBitmap形式で描画している。星の描画やメモリ軸の描画、月の経線、緯線や北極点、
南極点の描画はBitmap形式でないほうが、プログラムの処理速度を速くできると考えら
れる。
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第7章 結論
本研究の目的は、実際に見ることができないデルフィヌスカメラの視野全体の画像や映
像を、プログラムを用いて模擬することで地球にいる運用担当者が視覚的に理解できるよ
うにすることである。目的に沿うシミュレータになった。しかし、機能に関してまだ改善
すべき点がいくつかあるのでそれを改善すると同時に、運用担当者に実際に使ってみても
らいフィードバックをもらうなどして、さらに改良する余地は残っている。
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付録1: ソースプログラム
kobayashi.h
1 #include <stdio.h>
2 //#include <string.h>
3 //#include <stdlib.h>
4 #include <windows.h>
5 #include <windowsx.h> // Button SetCheck(hCHECK SATURATION, BST UNCHECKED)などを使うために必要
6 #include "resource.h"
7 #include <time.h>
8 #define ID MYTIMER 1
9 #define ID MYTIMER now 2
10 #include <tchar.h>
11
12 typedef struct {
13 double x,y,z;
14 }xyz; //座標を入れる構造体
15
16 BOOL CALLBACK MyDlgProc( HWND, UINT, WPARAM, LPARAM ); // ダイアログウィンドウのコールバック関数
17 LRESULT CALLBACK WndProc bitmap( HWND, UINT, WPARAM, LPARAM );
18 ATOM InitApp bitmap( HINSTANCE );
19 BOOL InitInstance bitmap( HINSTANCE, int );
20 char∗ filename(); // ファイルを選択し、そのパス名を得る関数
21 BOOL read data( HWND, FILE∗, int ); // １チャンネル分のデータを読み込み、ヘッダーデータをエディットボックスに書き出す関数
22 BOOL disp axes2( HDC, RECT );
23 xyz Cordi Trans1(xyz, xyz);//原点を月に変換する関数
24 xyz Cordi Trans2(xyz, double);//Z 軸回りに回転させる関数
25 xyz Cordi Trans3(xyz, double);//Y’軸回りに回転させる関数
26 BOOL read star(HWND, FILE∗, int);
27 BOOL disp star xy(HDC, RECT, HWND);
28 int et(int, int, int, int, int, int); //年月日時分秒から j2000 からの秒数を計算する関数
29 int now(); //J2000 から現在までの秒数を計算する関数
30 void asdf(time t);
31 tm asdf2(time t);
32
33
34 extern char szBuf[256];
35 extern HWND hWnd; // 画像用ウィンドウのハンドル
36 extern HWND hWnd bitmap;
37 extern HWND hDlg; // ダイアログボックスのハンドル
38 extern SHORT xs, xe; // 範囲を指定する時の左右の点に対応するマウス位置
39 extern int total n;
40 extern int total n2;
41 extern xyz eql, moon, sun, earth, star[5000], star mm[5000];
42 extern xyz eql2, sun2, earth2;
43 extern xyz N, S, N2, S2;
44 extern int g;
45 extern double EQL MOON, SUN MOON, EARTH MOON, EQL EARTH, EQL SUN,Night;
46 extern double s;
47 extern double starx pix[5000], stary pix[5000];
48 extern double starx pix2[5000], stary pix2[5000];
49 extern xyz rd, rd2;
50 extern double c2, a2, deg2, c1, a1, deg1;
51
52 extern BOOL flag open;
53 extern BOOL flag stop;
54
55 extern xyz N3, S3;
56 extern double AA, AA2;
57 extern double DO, HUN, BYO, JI, HUN2, BYO2;
58
59 extern TCHAR buf[80];
60 extern double Time;
61 extern double Time now;
62 extern double dt;
63 extern double theta;
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64 extern double RA, DEC; //赤経、赤
65 extern double koukei, koui; //黄経、黄緯
66 extern double RA2, DEC2; //赤経、赤
67 extern double koukei2, koui2; //黄経、黄緯
68 extern xyz tate[3971], yoko[3971],yoko2[3971],tate2[3971];
69 extern int th, pi;
70 extern double V;
71
72
73
74
75 typedef struct {
76 double ET;
77 double XEQL, YEQL, ZEQL;
78 double VXEQL, VYEQL, VZEQL;
79 double XSUN, YSUN, ZSUN;
80 double VXSUN, VYSUN, VZSUN;
81 double XMOON, YMOON, ZMOON;
82 double VXMOON, VYMOON, VZMOON;
83 } read halo;
84
85 extern read halo rh[30000];
86
87 typedef struct {
88 int HIP;
89 double RA h;
90 double RA m;
91 double RA s;
92 int Dec sig;
93 double Dec d;
94 double Dec m;
95 double Dec s;
96 double Mag;
97 } hipdata;
98
99 extern hipdata h[5000];
100
101 typedef struct {
102 double x;
103 double y;
104 } pt;
105
106 extern pt start;
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resource.h
1 #define IDC BUTTON OPEN1 1001
2 #define IDC CHECK DISPLAY1 1002
3 #define IDC EDIT Y 1004
4 #define IDC EDIT M 1005
5 #define IDC EDIT S 1007
6 #define IDC EDIT V1 1010
7 #define IDC EDIT O1 1011
8 #define ID OK 1012
9 #define IDC EDIT header2 1019
10 #define IDC clear 1020
11 #define IDC EDIT header4 1021
12 #define IDC EDIT H 1022
13 #define IDC EDIT D 1023
14 #define IDC EDIT MIN 1024
15 #define IDC EDIT DT 1035
16 #define IDC EDIT KK 1036
17 #define ID Anime 1037
18 #define ID STOP 1038
19 #define ID NOW 1039
20 #define IDC COMBO1 1040
21 #define IDC RADIO1 1041
22 #define IDC RADIO2 1042
23
24 // Next default values for new objects
25 //
26 #ifdef APSTUDIO INVOKED
27 #ifndef APSTUDIO READONLY SYMBOLS
28 #define APS NEXT RESOURCE VALUE 102
29 #define APS NEXT COMMAND VALUE 40001
30 #define APS NEXT CONTROL VALUE 1043
31 #define APS NEXT SYMED VALUE 101
32 #endif
33 #endif
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kobayashi.rc
1 // Microsoft Visual C++ generated resource script.
2 //
3 #include "resource.h"
4
5 #define APSTUDIO READONLY SYMBOLS
6 /////////////////////////////////////////////////////////////////////////////
7 //
8 // Generated from the TEXTINCLUDE 2 resource.
9 //
10 #include "winres.h"
11
12 /////////////////////////////////////////////////////////////////////////////
13 #undef APSTUDIO READONLY SYMBOLS
14
15 /////////////////////////////////////////////////////////////////////////////
16 // 日本語 (日本) resources
17
18 #if !defined(AFX RESOURCE DLL) || defined(AFX TARG JPN)
19 LANGUAGE LANG JAPANESE, SUBLANG DEFAULT
20 #pragma code page(932)
21
22 #ifdef APSTUDIO INVOKED
23 /////////////////////////////////////////////////////////////////////////////
24 //
25 // TEXTINCLUDE
26 //
27
28 1 TEXTINCLUDE
29 BEGIN
30 "resource.h\0"
31 END
32
33 2 TEXTINCLUDE
34 BEGIN
35 "#include␣""winres.h""\r\n"
36 "\0"
37 END
38
39 3 TEXTINCLUDE
40 BEGIN
41 "\r\n"
42 "\0"
43 END
44
45 #endif // APSTUDIO INVOKED
46
47
48 /////////////////////////////////////////////////////////////////////////////
49 //
50 // Dialog
51 //
52
53 MYDLG DIALOGEX 680, 0, 213, 172
54 STYLE DS SETFONT | DS MODALFRAME | DS FIXEDSYS | WS POPUP | WS VISIBLE | WS CAPTION |
WS SYSMENU
55 CAPTION "DELPHINUS カメラの視野シミュレータ␣"
56 FONT 8, "MS␣Shell␣Dlg", 400, 0, 0x1
57 BEGIN
58 GROUPBOX "ファイル選択",IDC STATIC,7,10,51,34
59 PUSHBUTTON "開く",IDC BUTTON OPEN1,20,21,26,18
60 DEFPUSHBUTTON "表示",ID OK,128,62,56,13
61 EDITTEXT IDC EDIT H,46,108,40,12,ES AUTOHSCROLL
62 EDITTEXT IDC EDIT D,46,92,40,12,ES AUTOHSCROLL
63 EDITTEXT IDC EDIT MIN,46,123,40,12,ES AUTOHSCROLL
64 EDITTEXT IDC EDIT Y,46,63,40,12,ES AUTOHSCROLL
65 EDITTEXT IDC EDIT M,46,79,40,12,ES AUTOHSCROLL
66 EDITTEXT IDC EDIT S,46,138,40,12,ES AUTOHSCROLL
67 LTEXT "年",IDC STATIC,16,66,14,12
68 LTEXT "月",IDC STATIC,16,79,17,12
69 LTEXT "日",IDC STATIC,16,95,13,12
70 LTEXT "時",IDC STATIC,16,111,28,12
71 LTEXT "分",IDC STATIC,16,124,14,12
72 LTEXT "秒",IDC STATIC,16,140,18,12
73 DEFPUSHBUTTON "アニメ開始",ID Anime,129,88,56,13
74 DEFPUSHBUTTON "停止",ID STOP,129,116,56,13
75 DEFPUSHBUTTON "リアルタイム",ID NOW,129,142,56,13
76 COMBOBOX IDC COMBO1,127,102,61,93,CBS DROPDOWN | WS VSCROLL | WS TABSTOP
77 GROUPBOX "世界時 (UTC)",IDC STATIC,10,50,88,107
78 CONTROL "市制 1",IDC RADIO1,"Button",BS AUTORADIOBUTTON,135,15,38,10
79 CONTROL "姿勢 2",IDC RADIO2,"Button",BS AUTORADIOBUTTON,135,35,38,10
80 END
81
82
83 /////////////////////////////////////////////////////////////////////////////
84 //
85 // DESIGNINFO
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86 //
87
88 #ifdef APSTUDIO INVOKED
89 GUIDELINES DESIGNINFO
90 BEGIN
91 "MYDLG", DIALOG
92 BEGIN
93 RIGHTMARGIN, 212
94 END
95 END
96 #endif // APSTUDIO INVOKED
97
98 #endif // 日本語 (日本) resources
99 /////////////////////////////////////////////////////////////////////////////
100
101
102
103 #ifndef APSTUDIO INVOKED
104 /////////////////////////////////////////////////////////////////////////////
105 //
106 // Generated from the TEXTINCLUDE 3 resource.
107 //
108
109
110 /////////////////////////////////////////////////////////////////////////////
111 #endif // not APSTUDIO INVOKED
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kobayashi.cpp
1 #include "kobayashi.h"
2 #define USE MATH DEFINES
3 #include <math.h>
4 #include <windowsx.h>
5
6
7 char szClassName[] = "image"; // 全体表示用ウィンドウクラスの名
8 char szClassName6[] = "image_bitmap";
9 HWND hWnd; // 全体表示用ウィンドウのハンドル
10 HWND hWnd bitmap;
11 HWND hDlg; // モードレスダイアログボックスのハンド
12 char szBuf[256];
13 SHORT xs, xe; // 範囲を指定する時の左右の点に対応するマウス位置
14 int total n;
15 int total n2;
16 int g = 0;
17
18 HINSTANCE hInst;
19
20 xyz eql, moon, sun, earth, star[5000], star mm[5000];
21 xyz eql2, sun2, earth2;
22 xyz N, S, N2,S2;
23 double EQL MOON, SUN MOON, EARTH MOON, EQL EARTH, EQL SUN, Night;
24 double s;
25 double starx pix[5000], stary pix[5000];
26 double starx pix2[5000], stary pix2[5000];
27 xyz rd, rd2;
28 BOOL flag open = false;
29 BOOL flag stop = false;
30 xyz N3, S3;
31 double AA, AA2;
32 double DO, HUN, BYO, JI, HUN2, BYO2;
33
34 xyz ∗trans;
35
36 hipdata h[5000];
37 read halo rh[30000];
38 double c2, a2, deg2, c1, a1, deg1;
39 double V;
40 pt start;
41
42 TCHAR buf[80];
43 double Time;
44 double Time now;
45 double dt;
46 double theta;
47 double RA, DEC; //赤経、赤
48 double koukei, koui; //黄経、黄緯
49 double RA2, DEC2; //赤経、赤
50 double koukei2, koui2; //黄経、黄緯
51
52 xyz tate[3971], yoko[3971], yoko2[3971], tate2[3971];
53 int th, pi;
54
55
56 int WINAPI WinMain( HINSTANCE hCurInst, HINSTANCE hPrevInst, LPSTR lpszCmdLine, int nCmdShow )
57 {
58 MSG msg;
59 BOOL bRet;
60 RECT rect;
61
62 // ダイアログボックスの作成
63 hDlg = CreateDialog(hCurInst, "MYDLG", HWND DESKTOP, (DLGPROC)MyDlgProc);
64 ShowWindow(hDlg, nCmdShow);
65 UpdateWindow(hDlg);
66
67 hInst = hCurInst;
68 // プロット用ウィンドウクラスを登録し作成する
69
70 if (!InitApp bitmap(hCurInst))
71 return FALSE;
72 if (!InitInstance bitmap(hCurInst, nCmdShow))
73 return FALSE;
74
75 // xs, xe の初期値としてウィンドウの両端を入力する
76 GetClientRect( hWnd, &rect ); // ウィンドウの描画領域を得る
77 xs = (int)rect.left; // マウス設定は画面の左端と
78 xe = (int)rect.right; // 右端を初期値とする。
79
80
81 while ((bRet = GetMessage(&msg, NULL, 0, 0)) != 0) {
82 if (bRet == −1) {
83 MessageBox(NULL, "GetMeseeage エラー", "Error", MB OK);
84 break;
85 } else {
86 TranslateMessage(&msg);
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87 DispatchMessage(&msg);
88 }
89 }
90 return (int)msg.wParam;
91 }
92
93
94 ATOM InitApp bitmap( HINSTANCE hInst bitmap )
95 {
96 WNDCLASSEX wc; //新しく作る画像用ウインドウクラス
97 wc.cbSize = sizeof(WNDCLASSEX);
98 wc.style = CS HREDRAW | CS VREDRAW;
99 wc.lpfnWndProc = WndProc bitmap; //このクラスの持つウインドプロシージャ
100 wc.cbClsExtra = 0;
101 wc.cbWndExtra = 0;
102 wc.hInstance = hInst bitmap;
103 wc.hIcon = (HICON)LoadImage(NULL, MAKEINTRESOURCE(IDI APPLICATION), IMAGE ICON, 0, 0,
LR DEFAULTSIZE | LR SHARED);
104 wc.hCursor = (HCURSOR)LoadImage(NULL, MAKEINTRESOURCE(IDC ARROW), IMAGE CURSOR, 0, 0,
LR DEFAULTSIZE | LR SHARED);
105 wc.hbrBackground= (HBRUSH)GetStockObject(BLACK BRUSH);
106 wc.lpszMenuName = NULL;
107 wc.lpszClassName= (LPCSTR)szClassName6; //このクラスの名前
108 wc.hIconSm = (HICON)LoadImage(NULL, MAKEINTRESOURCE(IDI APPLICATION), IMAGE ICON, 0, 0,
LR DEFAULTSIZE | LR SHARED);
109
110 return (RegisterClassEx(&wc));
111 }
112
113
114
115 BOOL InitInstance bitmap(HINSTANCE hInst bitmap, int nCmdShow)
116 {
117
118 // プロット用ウィンドウの作成
119 hWnd bitmap = CreateWindowEx(WS EX COMPOSITED,szClassName6, // クラスの名前
120 "By␣Ryo␣Kobayashi␣(The␣University␣of␣Electro-Communications)␣2019年 2月", // タイトルバーに表示される
121 WS OVERLAPPEDWINDOW, // ウィンドウの種類
122 0/∗CW USEDEFAULT∗/, //x 座標
123 0/∗CW USEDEFAULT∗/, //y 座標
124 988.5, //幅
125 741, //高さ
126 NULL, // 親ウィンドウのハンドル、親を作るときはNULL
127 NULL, // メニューハンドル、クラスメニューを作るときはNULL
128 hInst bitmap, // インスタンスハンドル
129 NULL );
130 if(!hWnd bitmap)
131 return FALSE;
132 ShowWindow(hWnd bitmap, nCmdShow);
133 UpdateWindow(hWnd bitmap);
134 return TRUE;
135
136
137
138
139 }
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kobayashi DlgProc.cpp
1 #include "kobayashi.h"
2 #define USE MATH DEFINES
3 #include <math.h>
4 //#define ID MYTIMER 1
5
6 int nAddress = 0;
7 int id = 0;
8 //BOOL flag open = false;
9
10 //様々な作業の中心となるダイアログ
11 BOOL CALLBACK MyDlgProc( HWND hDlg, UINT msg, WPARAM wp, LPARAM lp )
12 {
13 char ∗fname; // ファイル名
14 static FILE ∗fp; // FILE へのポインタ
15 static FILE ∗fp1;
16
17 int year, month, day, hour, min, sec; //ET を秒で求めたい年, 月, 日, 時, 分, 秒 (UTC)
18
19 int i;
20 int n;
21 static HWND hCombo1;
22 TCHAR szCombo[3][16] = { TEXT("6␣秒/時間"), TEXT("0.6␣秒/時間"), TEXT("0.06␣秒/時間")};
23 TCHAR szText[3][64];
24 static HWND hMain;
25 int oi;
26 SYSTEMTIME st;
27 int q;
28
29 double B, BB;
30
31
32
33
34 switch(msg){
35 /∗case WM CREATE:
36 //SetForegroundWindow(hDlg);
37 //SetWindowPos(hDlg, HWND BOTTOM, 0, 0, 0, 0, SWP SHOWWINDOW | SWP NOMOVE |
SWP NOSIZE);
38 //SetWindowPos(hDlg, hWnd bitmap, 0, 0, 0, 0, SWP NOMOVE | SWP NOSIZE);
39 return TRUE;∗/
40
41 case WM INITDIALOG:
42 //2019年 12月 26日 12時 0分 0秒 (UTC)に初期設定する。
43 GetSystemTime(&st);
44 SetDlgItemInt(hDlg, IDC EDIT Y, st.wYear, FALSE);
45 SetDlgItemInt(hDlg, IDC EDIT M, st.wMonth, FALSE);
46 SetDlgItemInt(hDlg, IDC EDIT D, st.wDay, FALSE);
47 SetDlgItemInt(hDlg, IDC EDIT H, st.wHour, FALSE);
48 SetDlgItemInt(hDlg, IDC EDIT MIN, st.wMinute, FALSE);
49 SetDlgItemInt(hDlg, IDC EDIT S, st.wSecond, FALSE);
50
51 CheckDlgButton( hDlg, IDC CHECK DISPLAY1, BST UNCHECKED);
52
53 hMain = GetParent(hDlg);
54 //コントロールのハンドルを取得
55 hCombo1 = GetDlgItem(hDlg, IDC COMBO1);
56 //コンボボックスに文字列を加える
57 for(n = 0; n < 3; n++){
58 ComboBox AddString(hCombo1, szCombo[n]);
59 }
60 //MessageBox(NULL, szCombo[4], ”文字列を表示”, MB OK);
61
62 //コンボボックスの初期値
63 ComboBox SetCurSel(hCombo1, nAddress);
64
65 //チェックボタンの初期値を設定
66 CheckRadioButton( hDlg, IDC RADIO1, IDC RADIO2, IDC RADIO1);
67
68 return TRUE;
69
70 case WM COMMAND:
71 switch(LOWORD(wp)){
72 case IDC BUTTON OPEN1: // CH1 のファイルを開く処理
73 if(flag open == true){
74 MessageBox(NULL ,"既にファイルを開いています", "エラー", MB OK);
75 break;
76 }
77
78 if (fname = "C:\\Users\\yanagi\\Desktop軌道予測データファイルヒッパルコス
\\\\3215個.dat") {
79 if (fp1) fclose(fp1);
80 fopen s(&fp1, fname, "r");
81 read star(hDlg, fp1, 1);
82 fclose(fp1);
83 }
84 /∗if (fp1) fclose(fp1);
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85 fopen s(&fp1, ”ヒッパルコス 3215個.dat”, ”r”);
86 read star(hDlg, fp1, 1);
87 fclose(fp1);∗/
88
89 MessageBox(NULL ,"軌道ファイルを選択してください", "ファイル選択", MB OK);
90
91 if( fname = filename() ){
92 if ( fp ) fclose ( fp );
93 fopen s ( &fp, fname, "r" );
94 //read data(hDlg, fp, 1);
95 // MessageBox(NULL ,”座標ファイル読み込み成功”, ”CH1”, MB OK);// ファイルをテキス
ト読み込みモードで開く
96
97 /∗MessageBox(NULL ,”星のファイルを選択してください”, ”ファイル選択”, MB OK);
98
99 if (fname = filename()) {
100 if (fp1) fclose(fp1);
101 fopen s(&fp1, fname, ”r”);
102 read star(hDlg, fp1, 1);
103 fclose(fp1);
104 MessageBox(NULL, filename(), ”ファイル名”, MB OK);
105 }∗/
106
107 if (read data(hDlg, fp, 1)) // CH1 で読み込む
108 CheckDlgButton(hDlg, IDC CHECK DISPLAY1, BST CHECKED
);// チェックボタンを「表示」とする
109
110 fclose( fp );
111 InvalidateRect(hWnd, NULL, TRUE);
112 }
113
114 SetDlgItemInt(hDlg, IDC EDIT Y, asdf2(rh[0].ET).tm year+1900, FALSE);
115 SetDlgItemInt(hDlg, IDC EDIT M, asdf2(rh[0].ET).tm mon+1, FALSE);
116 SetDlgItemInt(hDlg, IDC EDIT D, asdf2(rh[0].ET).tm mday, FALSE);
117 SetDlgItemInt(hDlg, IDC EDIT H, asdf2(rh[0].ET).tm hour, FALSE);
118 SetDlgItemInt(hDlg, IDC EDIT MIN, asdf2(rh[0].ET).tm min, FALSE);
119 SetDlgItemInt(hDlg, IDC EDIT S, asdf2(rh[0].ET).tm sec, FALSE);
120
121 flag open = !flag open;
122 return TRUE;
123
124 case ID OK://OK ボタンが押された
125 flag stop = true;
126 KillTimer(hWnd bitmap, 1);
127 KillTimer(hWnd bitmap, 2);
128 if(flag open == false){
129 MessageBox(NULL ,"ファイルが選択されていません", "エラー", MB OK);
130 break;
131 }
132
133 year = GetDlgItemInt(hDlg, IDC EDIT Y, NULL, FALSE); //エディットボックスから
年を読み込む
134 month = GetDlgItemInt(hDlg, IDC EDIT M, NULL, FALSE); //以下同様
135 day = GetDlgItemInt(hDlg, IDC EDIT D, NULL, FALSE);
136 hour = GetDlgItemInt(hDlg, IDC EDIT H, NULL, FALSE);
137 min = GetDlgItemInt(hDlg, IDC EDIT MIN, NULL, FALSE);
138 sec = GetDlgItemInt(hDlg, IDC EDIT S, NULL, FALSE);
139
140 //関数 et に上記を引数として渡すと、秒で表された Elapsed Time が戻される。
141 Time = et(year, month, day, hour, min, sec);
142
143 //sprintf s(szBuf, 256, ”%lf %lf”, Time, rh[0].ET);
144 //MessageBox(NULL, szBuf, ”time”, MB OK);
145
146 for(i=0; i<=total n; i++){
147 if(Time < rh[0].ET−0.5 || rh[total n−1].ET < Time){
148 MessageBox(NULL ,"ミッション期間外です", "エラー", MB OK);
149 return FALSE;
150 }
151 else if(rh[i].ET >= Time){
152 //一番最初のデータを入力するとミッション期間外となる問題を解消するもの
153 if(Time < rh[0].ET){
154 g = i;
155 dt = 0;
156 break;
157 }
158 g = i−1;
159 dt = Time − rh[g].ET;
160 break;
161 }
162 }
163
164
165 eql.x = rh[g].VXEQL ∗ dt + rh[g].XEQL;
166 eql.y = rh[g].VYEQL ∗ dt + rh[g].YEQL;
167 eql.z = rh[g].VZEQL ∗ dt + rh[g].ZEQL;
168
169 moon.x = rh[g].VXMOON ∗ dt + rh[g].XMOON;
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170 moon.y = rh[g].VYMOON ∗ dt + rh[g].YMOON;
171 moon.z = rh[g].VZMOON ∗ dt + rh[g].ZMOON;
172
173 sun.x = rh[g].VXSUN ∗ dt + rh[g].XSUN;
174 sun.y = rh[g].VYSUN ∗ dt + rh[g].YSUN;
175 sun.z = rh[g].VZSUN ∗ dt + rh[g].ZSUN;
176
177 earth.x = 0;
178 earth.y = 0;
179 earth.z = 0;
180
181 V = sqrtf(rh[g].VXEQL∗rh[g].VXEQL + rh[g].VYEQL∗rh[g].VYEQL +rh[g].
VZEQL∗rh[g].VZEQL);
182
183 //sprintf s(szBuf, 256, ”%lf %lf %lf %lf %lf %lf”, eql.x , eql.y, eql.z, moon.x, moon.y,
moon.z);
184 //MessageBox(NULL, szBuf, ”eql.x, moon.x”, MB OK);
185 EQL SUN = sqrtf((sun.x−eql.x)∗(sun.x−eql.x) + (sun.y−eql.y)∗(sun.y−eql.y) + (
sun.z−eql.z)∗ (sun.z−eql.z));
186 EQL EARTH = sqrtf(eql.x∗eql.x + eql.y∗eql.y + eql.z∗eql.z);
187 EQL MOON = sqrtf((moon.x − eql.x)∗(moon.x − eql.x) + (moon.y − eql.y)∗(
moon.y − eql.y) + (moon.z − eql.z)∗(moon.z − eql.z));
188 SUN MOON = sqrtf(sun.x ∗ sun.x + sun.y ∗ sun.y + sun.z ∗ sun.z);
189 EARTH MOON = sqrtf(moon.x ∗ moon.x + moon.y ∗ moon.y + moon.z ∗ moon.z);
190
191 //t = 360∗3474/(2∗M PI∗EQL MOON);//視直径を計算
192 s = (3474.0∗0.00005) / EQL MOON; //月の相対的な大きさを計算
193
194 c1 = ((sun.x−eql.x)∗(moon.x−eql.x) + (sun.y−eql.y)∗(moon.y−eql.y) + (sun.z−
eql.z)∗(moon.z−eql.z))/(EQL SUN∗EQL MOON);
195 //c2 = ((−moon.x)∗(eql.x−moon.x) + (−moon.y)∗(eql.y−moon.y) + (−moon.z)∗(eql
.z−moon.z))/(EARTH MOON∗EQL MOON);
196
197 a1 = acos(c1);
198 //a2 = acos(c2);
199
200 deg1 = (180∗a1)/M PI;
201 //deg2 = (180∗a2)/M PI;
202
203 Night = cos(a1/2)∗cos(a1/2)∗100;
204
205
206
207 //sprintf s(szBuf, 256, ”%lf %lf”, EQL MOON, s);
208 //MessageBox(NULL, szBuf, ”EQL MOON, s”, MB OK);
209
210 for(i=0; i<=total n2; i++){
211 RA = 2∗M PI∗(h[i].RA h + h[i].RA m/60 + h[i].RA s/3600)/24; //単位を時で統一
212 DEC = 2∗M PI∗(h[i].Dec d + h[i].Dec m/60 + h[i].Dec s/3600)/360; //単位を度で統一
213 if (h[i].Dec sig == FALSE) {
214 DEC = −DEC;
215 }
216 koukei = atan2(sin(M PI∗23.43 / 180)∗sin(DEC)+cos(M PI∗23.43 / 180)∗cos(DEC)∗sin(RA),
cos(DEC)∗cos(RA)); //単位は
rad
217 if (koukei < 0) {
218 koukei = koukei + 2 ∗ M PI; //単位は rad
219 }
220 koui = asin(cos(M PI∗23.43 / 180)∗sin(DEC) − sin(M PI∗23.43 / 180)∗cos(DEC)∗sin(RA));
221
222 star[i].x = cos(koui)∗cos(koukei);
223 star[i].y = cos(koui)∗sin(koukei);
224 star[i].z = sin(koui);
225 }
226
227
228 //sprintf s(szBuf, 256, ”%lf %lf %lf”, star[0].x, star[0].y, star[0].z);
229 //MessageBox(NULL, szBuf, ”星データ 1”, MB OK);
230
231 //座標変換１
232 eql = Cordi Trans1(eql, moon);
233 earth = Cordi Trans1(earth, moon);
234 sun = Cordi Trans1(sun, moon);
235 moon = Cordi Trans1(moon, moon);
236
237 //sprintf s(szBuf, 256, ”%f %f %f”, earth.x, earth.y, earth.z);
238 //MessageBox(NULL, szBuf, ”地球”, MB OK);
239
240 N.x = 0;
241 N.y = 0;
242 N.z = s/2∗1000000;
243
244 //xyz N2;
245
246 S.x = 0;
247 S.y = 0;
248 S.z = −s/2∗1000000;
249
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250 /∗xyz test;
251 test.x = 1;
252 test.y = 1;
253 test.z = 1;
254
255 xyz test2;∗/
256
257 i = 0;
258 for( th=30/∗15∗/; th<=180/∗165∗/; th=th+30/∗15∗/){
259 for( pi=0; pi<=360; pi=pi+1){
260 yoko[i].x = s/2∗1000000∗(sin(th∗M PI/180)∗cos(pi∗M PI/180));
261 yoko[i].y = s/2∗1000000∗(sin(th∗M PI/180)∗sin(pi∗M PI/180));
262 yoko[i].z = s/2∗1000000∗cos(th∗M PI/180);
263 i = i+1;
264 }
265 }
266
267 i = 0;
268 for( pi=30/∗15∗/; pi<=180/∗165∗/; pi=pi+30/∗15∗/){
269 for( th=0; th<=360; th=th+1){
270 tate[i].x = s/2∗1000000∗(sin(th∗M PI/180)∗cos(pi∗M PI/180));
271 tate[i].y = s/2∗1000000∗(sin(th∗M PI/180)∗sin(pi∗M PI/180));
272 tate[i].z = s/2∗1000000∗cos(th∗M PI/180);
273 i = i+1;
274 }
275 }
276
277 //sprintf s(szBuf, 256, ”%lf %lf %lf”, tate[0].x, tate[0].y, tate[0].z);
278 //MessageBox(NULL, szBuf, ”天の北極初期値”, MB OK);
279
280
281 //座標変換２
282 theta = atan2(eql.y, eql.x);
283 AA2 = theta;
284 //sprintf s(szBuf, 256, ”%lf”, theta);
285 //MessageBox(NULL, szBuf, ”角度 1”, MB OK);
286 eql = Cordi Trans2(eql, theta);
287 sun = Cordi Trans2(sun, theta);
288 earth = Cordi Trans2(earth, theta);
289
290
291 for(i=0; i<=total n2; i++){
292 star[i] = Cordi Trans2(star[i], theta);
293 }
294 for(i=0; i<=3970; i++){
295 yoko[i] = Cordi Trans2(yoko[i], theta);
296 tate[i] = Cordi Trans2(tate[i], theta);
297 }
298
299 /∗test = Cordi Trans2(test, theta);
300 sprintf s(szBuf, 256, ”%lf %lf %lf”, test.x, test.y, test.z);
301 MessageBox(NULL, szBuf, ”座標変換２後”, MB OK);∗/
302
303
304 //座標変換３
305 theta = atan2(eql.x, eql.z);
306 //sprintf s(szBuf, 256, ”%lf”, theta);
307 //MessageBox(NULL, szBuf, ”角度 2”, MB OK);
308 AA = theta;
309 eql = Cordi Trans3(eql,theta);
310 sun = Cordi Trans3(sun,theta);
311 earth = Cordi Trans3(earth,theta);
312 N = Cordi Trans3(N,theta);
313 S = Cordi Trans3(S,theta);
314 for(i=0; i<=total n2; i++){
315 star[i] = Cordi Trans3(star[i], theta);
316 }
317 for(i=0; i<=3970; i++){
318 yoko[i] = Cordi Trans3(yoko[i], theta);
319 tate[i] = Cordi Trans3(tate[i], theta);
320 }
321
322 //sprintf s(szBuf, 256, ”%lf %lf %lf %lf %lf %lf”, tate[0].x, tate[0].y, tate[0].z, N.x, N
.y, N.z);
323 //MessageBox(NULL, szBuf, ”天の北極 3”, MB OK);
324
325
326 //座標変換４
327
328 if (IsDlgButtonChecked(hDlg, IDC RADIO1) == BST CHECKED){
329 theta = atan2(−sun.x, sun.y);
330 eql2 = Cordi Trans2(eql,theta);
331 sun2 = Cordi Trans2(sun,theta);
332 earth2 = Cordi Trans2(earth,theta);
333 N2 = Cordi Trans2(N,theta);
334 S2 = Cordi Trans2(S,theta);
335 /∗test2 = Cordi Trans2(test, theta);
336 sprintf s(szBuf, 256, ”%lf %lf %lf”, test2.x, test2.y, test2.z);
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337 MessageBox(NULL, szBuf, ”座標変換４後”, MB OK);∗/
338
339 //sprintf s(szBuf, 256, ”%lf %lf %lf ”, tate[0].x, tate[0].y, tate[0].z);
340 //MessageBox(NULL, szBuf, ”変換４直前”, MB OK);
341 /∗yoko2[0] = Cordi Trans2(yoko[0], theta);
342 tate2[0] = Cordi Trans2(tate[0], theta);
343 sprintf s(szBuf, 256, ”yoko%lf %lf %lfyoko2 %lf %lf %lf”, yoko[0].x, yoko[0].y, yoko
[0].z, yoko2[0].x, yoko2[0].y, yoko2[0].z);
344 MessageBox(NULL, szBuf, ”yoko&yoko2”, MB OK);∗/
345 for(i=0; i<=3970; i++){
346 yoko2[i] = Cordi Trans2(yoko[i], theta);
347 tate2[i] = Cordi Trans2(tate[i], theta);
348 }
349
350 N3.x = N2.x/2 ∗ 972/ 10 + 0.5;
351 N3.y = N2.y/2 ∗ 972 / 10 + 0.5;
352 N3.z = N2.z/2 ∗ 972/ 10 + 0.5;
353
354
355 N3.x += 972 / 2;
356 N3.y = 703 / 2 − N3.y;
357
358
359 S3.x = S2.x/2 ∗ 972/ 10 + 0.5;
360 S3.y = S2.y/2 ∗ 972/ 10 + 0.5;
361 S3.z = S2.z/2 ∗ 972/ 10 + 0.5;
362
363
364 S3.x += 972 / 2;
365 S3.y = 703 / 2 − S3.y;
366
367
368 for(i=0; i<=total n2; i++){
369 star mm[i] = Cordi Trans2(star[i], theta);
370 if(star mm[i].z < 0){
371 star mm[i].x = star mm[i].x ∗ (−50 / star mm[i].z);
372 star mm[i].y = star mm[i].y ∗ (−50 / star mm[i].z);
373
374 starx pix[i] = (star mm[i].x) / 2 ∗ (988.5 / 10);
375 stary pix[i] = (star mm[i].y) / 2 ∗ (741 / 10);
376
377 starx pix2[i] = starx pix[i] + 988.5/ 2;
378 stary pix2[i] = 741/ 2 − stary pix[i];
379 }
380 }
381
382
383
384 if(sun2.y > 0){
385 theta = atan2(−sun.x, sun.y) + M PI;
386 //sprintf s(szBuf, 256, ”%lf”, theta);
387 //MessageBox(NULL, szBuf, ”角度 4”, MB OK);
388 eql2 = Cordi Trans2(eql,theta);
389 sun2 = Cordi Trans2(sun,theta);
390 earth2 = Cordi Trans2(earth,theta);
391 N2 = Cordi Trans2(N,theta);
392 S2 = Cordi Trans2(S,theta);
393 for(i=0; i<=total n2; i++){
394 star mm[i] = Cordi Trans2(star[i], theta);
395 if(star mm[i].z < 0){
396 star mm[i].x = star mm[i].x ∗ (−50 / star mm[i].z);
397 star mm[i].y = star mm[i].y ∗ (−50 / star mm[i].z);
398
399 starx pix[i] = (star mm[i].x) / 2 ∗ (988.5 / 10);
400 stary pix[i] = (star mm[i].y) / 2 ∗ (741 / 10);
401
402 starx pix2[i] = starx pix[i] + 988.5/ 2;
403 stary pix2[i] = 741/ 2 − stary pix[i];
404 }
405
406 }
407 for(i=0; i<=3970; i++){
408 yoko2[i] = Cordi Trans2(yoko[i], theta);
409 tate2[i] = Cordi Trans2(tate[i], theta);
410 }
411 N3.x = N2.x/2 ∗ 972/ 10 + 0.5;
412 N3.y = N2.y/2 ∗ 972 / 10 + 0.5;
413 N3.z = N2.z/2 ∗ 972/ 10 + 0.5;
414
415
416 N3.x += 972 / 2;
417 N3.y = 703 / 2 − N3.y;
418
419
420 S3.x = S2.x/2 ∗ 972/ 10 + 0.5;
421 S3.y = S2.y/2 ∗ 972/ 10 + 0.5;
422 S3.z = S2.z/2 ∗ 972/ 10 + 0.5;
423
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424
425 S3.x += 972 / 2;
426 S3.y = 703 / 2 − S3.y;
427
428 }
429 }
430
431
432 if (IsDlgButtonChecked(hDlg, IDC RADIO2) == BST CHECKED){
433 theta = atan2(−sun.x, sun.y);
434 eql2 = Cordi Trans2(eql,theta);
435 sun2 = Cordi Trans2(sun,theta);
436 earth2 = Cordi Trans2(earth,theta);
437 N2 = Cordi Trans2(N,theta);
438 S2 = Cordi Trans2(S,theta);
439 /∗test2 = Cordi Trans2(test, theta);
440 sprintf s(szBuf, 256, ”%lf %lf %lf”, test2.x, test2.y, test2.z);
441 MessageBox(NULL, szBuf, ”座標変換４後”, MB OK);∗/
442
443 //sprintf s(szBuf, 256, ”%lf %lf %lf ”, tate[0].x, tate[0].y, tate[0].z);
444 //MessageBox(NULL, szBuf, ”変換４直前”, MB OK);
445 /∗yoko2[0] = Cordi Trans2(yoko[0], theta);
446 tate2[0] = Cordi Trans2(tate[0], theta);
447 sprintf s(szBuf, 256, ”yoko%lf %lf %lfyoko2 %lf %lf %lf”, yoko[0].x, yoko[0].y, yoko
[0].z, yoko2[0].x, yoko2[0].y, yoko2[0].z);
448 MessageBox(NULL, szBuf, ”yoko&yoko2”, MB OK);∗/
449 for(i=0; i<=3970; i++){
450 yoko2[i] = Cordi Trans2(yoko[i], theta);
451 tate2[i] = Cordi Trans2(tate[i], theta);
452 }
453
454 N3.x = N2.x/2 ∗ 972/ 10 + 0.5;
455 N3.y = N2.y/2 ∗ 972 / 10 + 0.5;
456 N3.z = N2.z/2 ∗ 972/ 10 + 0.5;
457
458
459 N3.x += 972 / 2;
460 N3.y = 703 / 2 − N3.y;
461
462
463 S3.x = S2.x/2 ∗ 972/ 10 + 0.5;
464 S3.y = S2.y/2 ∗ 972/ 10 + 0.5;
465 S3.z = S2.z/2 ∗ 972/ 10 + 0.5;
466
467
468 S3.x += 972 / 2;
469 S3.y = 703 / 2 − S3.y;
470
471
472 for(i=0; i<=total n2; i++){
473 star mm[i] = Cordi Trans2(star[i], theta);
474 if(star mm[i].z < 0){
475 star mm[i].x = star mm[i].x ∗ (−50 / star mm[i].z);
476 star mm[i].y = star mm[i].y ∗ (−50 / star mm[i].z);
477
478 starx pix[i] = (star mm[i].x) / 2 ∗ (988.5 / 10);
479 stary pix[i] = (star mm[i].y) / 2 ∗ (741 / 10);
480
481 starx pix2[i] = starx pix[i] + 988.5/ 2;
482 stary pix2[i] = 741/ 2 − stary pix[i];
483 }
484 }
485
486
487
488 if(sun2.y < 0){
489 theta = atan2(−sun.x, sun.y) + M PI;
490 //sprintf s(szBuf, 256, ”%lf”, theta);
491 //MessageBox(NULL, szBuf, ”角度 4”, MB OK);
492 eql2 = Cordi Trans2(eql,theta);
493 sun2 = Cordi Trans2(sun,theta);
494 earth2 = Cordi Trans2(earth,theta);
495 N2 = Cordi Trans2(N,theta);
496 S2 = Cordi Trans2(S,theta);
497 for(i=0; i<=total n2; i++){
498 star mm[i] = Cordi Trans2(star[i], theta);
499 if(star mm[i].z < 0){
500 star mm[i].x = star mm[i].x ∗ (−50 / star mm[i].z);
501 star mm[i].y = star mm[i].y ∗ (−50 / star mm[i].z);
502
503 starx pix[i] = (star mm[i].x) / 2 ∗ (988.5 / 10);
504 stary pix[i] = (star mm[i].y) / 2 ∗ (741 / 10);
505
506 starx pix2[i] = starx pix[i] + 988.5/ 2;
507 stary pix2[i] = 741/ 2 − stary pix[i];
508 }
509
510 }
58
511 for(i=0; i<=3970; i++){
512 yoko2[i] = Cordi Trans2(yoko[i], theta);
513 tate2[i] = Cordi Trans2(tate[i], theta);
514 }
515 N3.x = N2.x/2 ∗ 972/ 10 + 0.5;
516 N3.y = N2.y/2 ∗ 972 / 10 + 0.5;
517 N3.z = N2.z/2 ∗ 972/ 10 + 0.5;
518
519
520 N3.x += 972 / 2;
521 N3.y = 703 / 2 − N3.y;
522
523
524 S3.x = S2.x/2 ∗ 972/ 10 + 0.5;
525 S3.y = S2.y/2 ∗ 972/ 10 + 0.5;
526 S3.z = S2.z/2 ∗ 972/ 10 + 0.5;
527
528
529 S3.x += 972 / 2;
530 S3.y = 703 / 2 − S3.y;
531
532 }
533 }
534
535
536
537 //sprintf s(szBuf, 256, ”%lf %lf %lf %lf %lf %lf”, tate2[0].x, tate2[0].y, tate2
[0].z, N2.x, N2.y, N2.z);
538 //MessageBox(NULL, szBuf, ”天の北極 4”, MB OK);
539 B = sqrtf(earth2.x∗earth2.x + earth2.y∗earth2.y + earth2.z∗earth2.z);
540 BB = sqrtf(/∗eql2.x∗eql2.x + eql2.y∗eql2.y + ∗/eql2.z∗eql2.z);
541 //sprintf s(szBuf, 256, ”%f %f %f”, earth2.x, earth2.y, earth2.z);
542 //MessageBox(NULL, szBuf, ”地球”, MB OK);
543 c2 = (/∗earth2.x∗eql2.x + earth2.y∗eql2.y +∗/ earth2.z∗eql2.z) / (B∗BB);
544 a2 = acos(c2);
545 deg2 = (180∗a2)/M PI;
546
547 //逆変換
548 rd.x = 0;
549 rd.y = 0;
550 rd.z = −1;
551
552 theta = −theta;
553 rd = Cordi Trans2(rd, theta);
554 //sprintf s(szBuf, 256, ”%lf %lf %lf ”, rd.x, rd.y, rd.z);
555 //MessageBox(NULL, szBuf, ”逆変換４”, MB OK);
556
557 theta = −AA;
558 rd = Cordi Trans3(rd,theta);
559 //sprintf s(szBuf, 256, ”%lf %lf %lf ”, rd.x, rd.y, rd.z);
560 //MessageBox(NULL, szBuf, ”逆変換 3”, MB OK);
561
562 theta = −AA2;
563 rd = Cordi Trans2(rd, theta);
564 //sprintf s(szBuf, 256, ”%lf %lf %lf ”, rd.x, rd.y, rd.z);
565 //MessageBox(NULL, szBuf, ”逆変換 2”, MB OK);
566
567 //デカルトを黄経、黄緯に変換
568 koukei2 = atan2(rd.y, rd.x) /∗+ M PI∗/;
569 if(koukei2 < 0)
570 koukei2 = koukei2 + 2∗M PI;
571 koui2 = atan(rd.z / sqrt(rd.x∗rd.x + rd.y∗rd.y));
572
573 //黄経、黄緯を赤経赤緯に変換
574 RA2 = atan2(−sin(koui2)∗sin((M PI∗23.43) / 180) + cos(koui2)∗sin(koukei2)∗cos
((M PI∗23.43) / 180), cos(koui2)∗cos(koukei2)) /∗+ M PI∗/;
575 if(RA2 < 0)
576 RA2 = RA2 + 2∗M PI;
577 DEC2 = asin(sin(koui2)∗cos((M PI∗23.43) / 180) + cos(koui2)∗sin(koukei2)∗sin((
M PI∗23.43) / 180));
578
579 DO = (DEC2∗180)/M PI;
580 HUN = (DO−(int)DO)∗60;
581 if(HUN < 0)
582 HUN = −HUN;
583 BYO = (HUN−(int)HUN)∗60;
584 if(BYO < 0)
585 BYO = −BYO;
586
587 JI = (RA2∗24)/(2∗M PI);
588 HUN2 = (JI−(int)JI)∗60;
589 if(HUN2 < 0)
590 HUN2 = −HUN2;
591 BYO2 = (HUN2−(int)HUN2)∗60;
592 if(BYO2 < 0)
593 BYO2 = −BYO2;
594
595
59
596
597 asdf(Time);
598 InvalidateRect(hWnd bitmap, NULL, FALSE);
599 return TRUE;
600
601 case ID Anime:
602 flag stop = false;
603 if(flag open == false){
604 MessageBox(NULL ,"ファイルが選択されていません", "エラー", MB OK);
605 break;
606 }
607 switch(nAddress){
608 case 0:
609 SetTimer(hWnd bitmap, ID MYTIMER, 1000, NULL);
610 break;
611
612 case 1:
613 SetTimer(hWnd bitmap, ID MYTIMER, 100, NULL);
614 break;
615
616 case 2:
617 SetTimer(hWnd bitmap, ID MYTIMER, 10, NULL);
618 break;
619
620 }
621 KillTimer(hWnd bitmap, 2);
622
623 return TRUE;
624
625
626 case IDC COMBO1:
627 id = ComboBox GetCurSel(hCombo1);
628 nAddress = id;
629 return TRUE;
630
631 case ID STOP:
632 flag stop = !flag stop;
633 KillTimer(hWnd bitmap, 1);
634 KillTimer(hWnd bitmap, 2);
635 asdf(rh[g].ET);
636 return TRUE;
637
638 case ID NOW:
639 flag stop = true;
640 KillTimer(hWnd bitmap, 1);
641 if(flag open == false){
642 MessageBox(NULL ,"ファイルが選択されていません", "エラー", MB OK);
643 break;
644 }
645 SetTimer(hWnd bitmap, ID MYTIMER now, 1000, NULL);
646 return TRUE;
647
648 case IDC RADIO2:
649 CheckRadioButton( hDlg, IDC RADIO1, IDC RADIO2, IDC RADIO2);
650 return TRUE;
651
652
653
654 case IDCANCEL: //右上の×クリックで終了
655 PostQuitMessage(0);
656 DestroyWindow (hWnd);
657
658 DestroyWindow (hDlg);
659 return TRUE;
660
661 }
662 return TRUE;
663
664 }
665 return FALSE;
666 }
60
kobayashi WndProc bitmap.cpp
1 #include "kobayashi.h"
2 #define USE MATH DEFINES
3 #include <math.h>
4 #include <stdlib.h>
5 #include <string>
6 typedef struct{
7 HINSTANCE hInst bitmap;
8 HWND hWnd bitmap;
9 BYTE ∗lpBmpData;
10 BITMAPINFO bmi;
11 //BITMAPINFOHEADER bmiHeader;
12 char ∗fname;
13 int fsize;
14 } IMG;
15
16
17
18 LRESULT CALLBACK WndProc bitmap( HWND hWnd bitmap, UINT msg, WPARAM wp, LPARAM lp )
19 {
20 IMG g img;
21
22 g img.lpBmpData = NULL;
23
24 PAINTSTRUCT ps;
25 HDC hdc, hdc mem;
26 HBITMAP hBmp;
27 HBITMAP hBmp2;
28 double x,y,z,r;
29 int a, b, ab;
30 double lam1,lam2,lam3;
31 int i;
32 char moji[38];
33
34 int q;
35
36
37
38 switch (msg) {
39
40 case WM CREATE: //ウインドウが生成されたときに 1度だけ通過
41 //時間割り込みの発生タイミングを設定
42 //free(g img.lpBmpData);
43 //SetWindowPos(hDlg, hWnd bitmap, 0, 0, 0, 0, SWP NOMOVE | SWP NOSIZE);
44 //TileWindows(hDlg, MDITILE VERTICAL, NULL,0, NULL);
45 asdf(now());
46 break;
47
48 case WM TIMER:
49
50 switch(wp)
51 {
52 case ID MYTIMER:
53 //if (wp != ID MYTIMER)
54 //return (DefWindowProc(hWnd bitmap, msg, wp, lp));
55 g = g++;
56
57 eql.x = rh[g].XEQL;
58 eql.y = rh[g].YEQL;
59 eql.z = rh[g].ZEQL;
60
61 moon.x = rh[g].XMOON;
62 moon.y = rh[g].YMOON;
63 moon.z = rh[g].ZMOON;
64
65 sun.x = rh[g].XSUN;
66 sun.y = rh[g].YSUN;
67 sun.z = rh[g].ZSUN;
68
69 earth.x = 0;
70 earth.y = 0;
71 earth.z = 0;
72
73
74
75 EQL MOON = sqrtf((moon.x − eql.x)∗(moon.x − eql.x) + (moon.y − eql.y)∗(
moon.y − eql.y) + (moon.z − eql.z)∗(moon.z − eql.z));
76 SUN MOON = sqrtf(sun.x ∗ sun.x + sun.y ∗ sun.y + sun.z ∗ sun.z);
77 EARTH MOON = sqrtf(moon.x ∗ moon.x + moon.y ∗ moon.y + moon.z ∗ moon.z);
78
79 s = (3474.0∗0.00005) / EQL MOON; //月の相対的な大きさを計算
80
81
82
83 for(i=0; i<=total n2; i++){
84 RA = 2∗M PI∗(h[i].RA h + h[i].RA m/60 + h[i].RA s/3600)/24; //単位を時で統一
85 DEC = 2∗M PI∗(h[i].Dec d + h[i].Dec m/60 + h[i].Dec s/3600)/360; //単位を度で統一
61
86 if (h[i].Dec sig == FALSE) {
87 DEC = −DEC;
88 }
89 koukei = atan2(sin(M PI∗23.43 / 180)∗sin(DEC)+cos(M PI∗23.43 / 180)∗cos(DEC)∗sin(RA),
cos(DEC)∗cos(RA)); //単位は
rad
90 if (koukei < 0) {
91 koukei = koukei + 2 ∗ M PI; //単位は rad
92 }
93 koui = asin(cos(M PI∗23.43 / 180)∗sin(DEC) − sin(M PI∗23.43 / 180)∗cos(DEC)∗sin(RA));
94
95 star[i].x = cos(koui)∗cos(koukei);
96 star[i].y = cos(koui)∗sin(koukei);
97 star[i].z = sin(koui);
98 }
99
100
101 //座標変換１
102 eql = Cordi Trans1(eql, moon);
103 sun = Cordi Trans1(sun, moon);
104 earth = Cordi Trans1(earth, moon);
105 moon = Cordi Trans1(moon, moon);
106
107 N.x = 0;
108 N.y = 0;
109 N.z = s/2∗1000000;
110
111 S.x = 0;
112 S.y = 0;
113 S.z = −s/2∗1000000;
114
115 i = 0;
116 for( th=30/∗15∗/; th<=180/∗165∗/; th=th+30/∗15∗/){
117 for( pi=0; pi<=360; pi=pi+1){
118 yoko[i].x = s/2∗1000000∗(sin(th∗M PI/180)∗cos(pi∗M PI/180));
119 yoko[i].y = s/2∗1000000∗(sin(th∗M PI/180)∗sin(pi∗M PI/180));
120 yoko[i].z = s/2∗1000000∗cos(th∗M PI/180);
121 i = i+1;
122 }
123 }
124
125 i = 0;
126 for( pi=30/∗15∗/; pi<=180/∗165∗/; pi=pi+30/∗15∗/){
127 for( th=0; th<=360; th=th+1){
128 tate[i].x = s/2∗1000000∗(sin(th∗M PI/180)∗cos(pi∗M PI/180));
129 tate[i].y = s/2∗1000000∗(sin(th∗M PI/180)∗sin(pi∗M PI/180));
130 tate[i].z = s/2∗1000000∗cos(th∗M PI/180);
131 i = i+1;
132 }
133 }
134
135 //座標変換２
136 theta = atan2(eql.y, eql.x);
137 AA2 = theta;
138 eql = Cordi Trans2(eql, theta);
139 sun = Cordi Trans2(sun, theta);
140 earth = Cordi Trans2(earth, theta);
141 //N = Cordi Trans2(N, theta);
142 for(i=0; i<=total n2; i++){
143 star[i] = Cordi Trans2(star[i], theta);
144 }
145 for(i=0; i<=3970; i++){
146 yoko[i] = Cordi Trans2(yoko[i], theta);
147 tate[i] = Cordi Trans2(tate[i], theta);
148 }
149
150 //座標変換３
151 theta = atan2(eql.x, eql.z);
152 eql = Cordi Trans3(eql,theta);
153 sun = Cordi Trans3(sun,theta);
154 earth = Cordi Trans3(earth,theta);
155 AA = theta;
156 N = Cordi Trans3(N,theta);
157 S = Cordi Trans3(S,theta);
158 for(i=0; i<=total n2; i++){
159 star[i] = Cordi Trans3(star[i], theta);
160 }
161 for(i=0; i<=3970; i++){
162 yoko[i] = Cordi Trans3(yoko[i], theta);
163 tate[i] = Cordi Trans3(tate[i], theta);
164 }
165
166 //座標変換４
167
168 if (IsDlgButtonChecked(hDlg, IDC RADIO1) == BST CHECKED){
169 theta = atan2(−sun.x, sun.y);
170 eql2 = Cordi Trans2(eql,theta);
171 sun2 = Cordi Trans2(sun,theta);
62
172 earth2 = Cordi Trans2(earth,theta);
173 N2 = Cordi Trans2(N,theta);
174 S2 = Cordi Trans2(S,theta);
175 for(i=0; i<=total n2; i++){
176 star mm[i] = Cordi Trans2(star[i], theta);
177 if(star mm[i].z < 0){
178 star mm[i].x = star mm[i].x ∗ (−50 / star mm[i].z);
179 star mm[i].y = star mm[i].y ∗ (−50 / star mm[i].z);
180
181 starx pix[i] = (star mm[i].x) / 2 ∗ (988.5 / 10);
182 stary pix[i] = (star mm[i].y) / 2 ∗ (741 / 10);
183
184 starx pix2[i] = starx pix[i] + 988.5/ 2;
185 stary pix2[i] = 741/ 2 − stary pix[i];
186 }
187 }
188 for(i=0; i<=3970; i++){
189 yoko2[i] = Cordi Trans2(yoko[i], theta);
190 tate2[i] = Cordi Trans2(tate[i], theta);
191 }
192
193 N3.x = N2.x/2 ∗ 972/ 10 + 0.5;
194 N3.y = N2.y/2 ∗ 972 / 10 + 0.5;
195 N3.z = N2.z/2 ∗ 972/ 10 + 0.5;
196
197
198 N3.x += 972 / 2;
199 N3.y = 703 / 2 − N3.y;
200
201
202 S3.x = S2.x/2 ∗ 972/ 10 + 0.5;
203 S3.y = S2.y/2 ∗ 972/ 10 + 0.5;
204 S3.z = S2.z/2 ∗ 972/ 10 + 0.5;
205
206
207 S3.x += 972 / 2;
208 S3.y = 703 / 2 − S3.y;
209
210 if(sun2.y > 0){
211 theta = atan2(−sun.x, sun.y) + M PI;
212 eql2 = Cordi Trans2(eql,theta);
213 sun2 = Cordi Trans2(sun,theta);
214 earth2 = Cordi Trans2(earth,theta);
215 N2 = Cordi Trans2(N,theta);
216 S2 = Cordi Trans2(S,theta);
217 for(i=0; i<=total n2; i++){
218 star mm[i] = Cordi Trans2(star[i], theta);
219 if(star mm[i].z < 0){
220 star mm[i].x = star mm[i].x ∗ (−50 / star mm[i].z);
221 star mm[i].y = star mm[i].y ∗ (−50 / star mm[i].z);
222
223 starx pix[i] = (star mm[i].x) / 2 ∗ (988.5 / 10);
224 stary pix[i] = (star mm[i].y) / 2 ∗ (741 / 10);
225
226 starx pix2[i] = starx pix[i] + 988.5/ 2;
227 stary pix2[i] = 741/ 2 − stary pix[i];
228 }
229 }
230 for(i=0; i<=3970; i++){
231 yoko2[i] = Cordi Trans2(yoko[i], theta);
232 tate2[i] = Cordi Trans2(tate[i], theta);
233 }
234
235 N3.x = N2.x/2 ∗ 972/ 10 + 0.5;
236 N3.y = N2.y/2 ∗ 972 / 10 + 0.5;
237 N3.z = N2.z/2 ∗ 972/ 10 + 0.5;
238
239
240 N3.x += 972 / 2;
241 N3.y = 703 / 2 − N3.y;
242
243
244 S3.x = S2.x/2 ∗ 972/ 10 + 0.5;
245 S3.y = S2.y/2 ∗ 972/ 10 + 0.5;
246 S3.z = S2.z/2 ∗ 972/ 10 + 0.5;
247
248
249 S3.x += 972 / 2;
250 S3.y = 703 / 2 − S3.y;
251 }
252 }
253
254
255 if (IsDlgButtonChecked(hDlg, IDC RADIO2) == BST CHECKED){
256 theta = atan2(−sun.x, sun.y);
257 eql2 = Cordi Trans2(eql,theta);
258 sun2 = Cordi Trans2(sun,theta);
259 earth2 = Cordi Trans2(earth,theta);
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260 N2 = Cordi Trans2(N,theta);
261 S2 = Cordi Trans2(S,theta);
262
263 for(i=0; i<=3970; i++){
264 yoko2[i] = Cordi Trans2(yoko[i], theta);
265 tate2[i] = Cordi Trans2(tate[i], theta);
266 }
267
268 N3.x = N2.x/2 ∗ 972/ 10 + 0.5;
269 N3.y = N2.y/2 ∗ 972 / 10 + 0.5;
270 N3.z = N2.z/2 ∗ 972/ 10 + 0.5;
271
272
273 N3.x += 972 / 2;
274 N3.y = 703 / 2 − N3.y;
275
276
277 S3.x = S2.x/2 ∗ 972/ 10 + 0.5;
278 S3.y = S2.y/2 ∗ 972/ 10 + 0.5;
279 S3.z = S2.z/2 ∗ 972/ 10 + 0.5;
280
281
282 S3.x += 972 / 2;
283 S3.y = 703 / 2 − S3.y;
284
285
286 for(i=0; i<=total n2; i++){
287 star mm[i] = Cordi Trans2(star[i], theta);
288 if(star mm[i].z < 0){
289 star mm[i].x = star mm[i].x ∗ (−50 / star mm[i].z);
290 star mm[i].y = star mm[i].y ∗ (−50 / star mm[i].z);
291
292 starx pix[i] = (star mm[i].x) / 2 ∗ (988.5 / 10);
293 stary pix[i] = (star mm[i].y) / 2 ∗ (741 / 10);
294
295 starx pix2[i] = starx pix[i] + 988.5/ 2;
296 stary pix2[i] = 741/ 2 − stary pix[i];
297 }
298 }
299
300
301
302 if(sun2.y < 0){
303 theta = atan2(−sun.x, sun.y) + M PI;
304 //sprintf s(szBuf, 256, ”%lf”, theta);
305 //MessageBox(NULL, szBuf, ”角度 4”, MB OK);
306 eql2 = Cordi Trans2(eql,theta);
307 sun2 = Cordi Trans2(sun,theta);
308 earth2 = Cordi Trans2(earth,theta);
309 N2 = Cordi Trans2(N,theta);
310 S2 = Cordi Trans2(S,theta);
311 for(i=0; i<=total n2; i++){
312 star mm[i] = Cordi Trans2(star[i], theta);
313 if(star mm[i].z < 0){
314 star mm[i].x = star mm[i].x ∗ (−50 / star mm[i].z);
315 star mm[i].y = star mm[i].y ∗ (−50 / star mm[i].z);
316
317 starx pix[i] = (star mm[i].x) / 2 ∗ (988.5 / 10);
318 stary pix[i] = (star mm[i].y) / 2 ∗ (741 / 10);
319
320 starx pix2[i] = starx pix[i] + 988.5/ 2;
321 stary pix2[i] = 741/ 2 − stary pix[i];
322 }
323
324 }
325 for(i=0; i<=3970; i++){
326 yoko2[i] = Cordi Trans2(yoko[i], theta);
327 tate2[i] = Cordi Trans2(tate[i], theta);
328 }
329 N3.x = N2.x/2 ∗ 972/ 10 + 0.5;
330 N3.y = N2.y/2 ∗ 972 / 10 + 0.5;
331 N3.z = N2.z/2 ∗ 972/ 10 + 0.5;
332
333
334 N3.x += 972 / 2;
335 N3.y = 703 / 2 − N3.y;
336
337
338 S3.x = S2.x/2 ∗ 972/ 10 + 0.5;
339 S3.y = S2.y/2 ∗ 972/ 10 + 0.5;
340 S3.z = S2.z/2 ∗ 972/ 10 + 0.5;
341
342
343 S3.x += 972 / 2;
344 S3.y = 703 / 2 − S3.y;
345
346 }
347 }
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348
349 //逆変換
350 rd.x = 0;
351 rd.y = 0;
352 rd.z = −1;
353
354 theta = −theta;
355 rd = Cordi Trans2(rd, theta);
356 //sprintf s(szBuf, 256, ”%lf %lf %lf ”, rd.x, rd.y, rd.z);
357 //MessageBox(NULL, szBuf, ”逆変換４”, MB OK);
358
359 theta = −AA;
360 rd = Cordi Trans3(rd,theta);
361 //sprintf s(szBuf, 256, ”%lf %lf %lf ”, rd.x, rd.y, rd.z);
362 //MessageBox(NULL, szBuf, ”逆変換 3”, MB OK);
363
364 //theta = −AA2;
365 rd = Cordi Trans2(rd, −AA2);
366 //sprintf s(szBuf, 256, ”%lf %lf %lf ”, rd.x, rd.y, rd.z);
367 //MessageBox(NULL, szBuf, ”逆変換 2”, MB OK);
368
369 //デカルトを黄経、黄緯に変換
370 koukei2 = atan2(rd.y, rd.x) /∗+ M PI∗/;
371 if(koukei2 < 0)
372 koukei2 = koukei2 + 2∗M PI;
373 koui2 = atan(rd.z / sqrt(rd.x∗rd.x + rd.y∗rd.y));
374
375 //黄経、黄緯を赤経赤緯に変換
376 RA2 = atan2(−sin(koui2)∗sin((M PI∗23.43) / 180) + cos(koui2)∗sin(koukei2)∗cos
((M PI∗23.43) / 180), cos(koui2)∗cos(koukei2)) /∗+ M PI∗/;
377 if(RA2 < 0)
378 RA2 = RA2 + 2∗M PI;
379 DEC2 = asin(sin(koui2)∗cos((M PI∗23.43) / 180) + cos(koui2)∗sin(koukei2)∗sin((
M PI∗23.43) / 180));
380
381 DO = (DEC2∗180)/M PI;
382 HUN = (DO−(int)DO)∗60;
383 if(HUN < 0)
384 HUN = −HUN;
385 BYO = (HUN−(int)HUN)∗60;
386 if(BYO < 0)
387 BYO = −BYO;
388
389 JI = (RA2∗24)/(2∗M PI);
390 HUN2 = (JI−(int)JI)∗60;
391 if(HUN2 < 0)
392 HUN2 = −HUN2;
393 BYO2 = (HUN2−(int)HUN2)∗60;
394 if(BYO2 < 0)
395 BYO2 = −BYO2;
396
397 asdf(rh[g].ET);
398
399 SetDlgItemInt(hDlg, IDC EDIT Y, asdf2(rh[g].ET).tm year+1900, FALSE);
400 SetDlgItemInt(hDlg, IDC EDIT M, asdf2(rh[g].ET).tm mon+1, FALSE);
401 SetDlgItemInt(hDlg, IDC EDIT D, asdf2(rh[g].ET).tm mday, FALSE);
402 SetDlgItemInt(hDlg, IDC EDIT H, asdf2(rh[g].ET).tm hour, FALSE);
403 SetDlgItemInt(hDlg, IDC EDIT MIN, asdf2(rh[g].ET).tm min, FALSE);
404 SetDlgItemInt(hDlg, IDC EDIT S, asdf2(rh[g].ET).tm sec, FALSE);
405
406 break;
407
408 case ID MYTIMER now:
409 //if (wp != ID MYTIMER now)
410 //return (DefWindowProc(hWnd bitmap, msg, wp, lp));
411 Time now = now();
412
413 for(i=0; i<=total n; i++){
414 if(rh[i].ET > Time now){
415 g = i−1;
416 dt = Time now − rh[g].ET;
417 break;
418 }
419
420 }
421
422 eql.x = rh[g].VXEQL ∗ dt + rh[g].XEQL;
423 eql.y = rh[g].VYEQL ∗ dt + rh[g].YEQL;
424 eql.z = rh[g].VZEQL ∗ dt + rh[g].ZEQL;
425
426 moon.x = rh[g].VXMOON ∗ dt + rh[g].XMOON;
427 moon.y = rh[g].VYMOON ∗ dt + rh[g].YMOON;
428 moon.z = rh[g].VZMOON ∗ dt + rh[g].ZMOON;
429
430 sun.x = rh[g].VXSUN ∗ dt + rh[g].XSUN;
431 sun.y = rh[g].VYSUN ∗ dt + rh[g].YSUN;
432 sun.z = rh[g].VZSUN ∗ dt + rh[g].ZSUN;
433
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434 earth.x = 0;
435 earth.y = 0;
436 earth.z = 0;
437
438
439 EQL MOON = sqrtf((moon.x − eql.x)∗(moon.x − eql.x) + (moon.y − eql.y)∗(
moon.y − eql.y) + (moon.z − eql.z)∗(moon.z − eql.z));
440 SUN MOON = sqrtf(sun.x ∗ sun.x + sun.y ∗ sun.y + sun.z ∗ sun.z);
441 EARTH MOON = sqrtf(moon.x ∗ moon.x + moon.y ∗ moon.y + moon.z ∗ moon.z);
442
443 //t = 360∗3474/(2∗M PI∗EQL MOON);//視直径を計算
444 s = (3474.0∗0.00005) / EQL MOON; //月の相対的な大きさを計算
445
446 for(i=0; i<=total n2; i++){
447 RA = 2∗M PI∗(h[i].RA h + h[i].RA m/60 + h[i].RA s/3600)/24; //単位を時で統一
448 DEC = 2∗M PI∗(h[i].Dec d + h[i].Dec m/60 + h[i].Dec s/3600)/360; //単位を度で統一
449 if (h[i].Dec sig == FALSE) {
450 DEC = −DEC;
451 }
452 koukei = atan2(sin(M PI∗23.43 / 180)∗sin(DEC)+cos(M PI∗23.43 / 180)∗cos(DEC)∗sin(RA),
cos(DEC)∗cos(RA)); //単位は
rad
453 if (koukei < 0) {
454 koukei = koukei + 2 ∗ M PI; //単位は rad
455 }
456 koui = asin(cos(M PI∗23.43 / 180)∗sin(DEC) − sin(M PI∗23.43 / 180)∗cos(DEC)∗sin(RA));
457
458 star[i].x = cos(koui)∗cos(koukei);
459 star[i].y = cos(koui)∗sin(koukei);
460 star[i].z = sin(koui);
461 }
462
463 //座標変換１
464 eql = Cordi Trans1(eql, moon);
465 sun = Cordi Trans1(sun, moon);
466 earth = Cordi Trans1(earth, moon);
467 moon = Cordi Trans1(moon, moon);
468
469 N.x = 0;
470 N.y = 0;
471 N.z = s/2∗1000000;
472
473 S.x = 0;
474 S.y = 0;
475 S.z = −s/2∗1000000;
476
477 i = 0;
478 for( th=30/∗15∗/; th<=180/∗165∗/; th=th+30/∗15∗/){
479 for( pi=0; pi<=360; pi=pi+1){
480 yoko[i].x = s/2∗1000000∗(sin(th∗M PI/180)∗cos(pi∗M PI/180));
481 yoko[i].y = s/2∗1000000∗(sin(th∗M PI/180)∗sin(pi∗M PI/180));
482 yoko[i].z = s/2∗1000000∗cos(th∗M PI/180);
483 i = i+1;
484 }
485 }
486
487 i = 0;
488 for( pi=30/∗15∗/; pi<=180/∗165∗/; pi=pi+30/∗15∗/){
489 for( th=0; th<=360; th=th+1){
490 tate[i].x = s/2∗1000000∗(sin(th∗M PI/180)∗cos(pi∗M PI/180));
491 tate[i].y = s/2∗1000000∗(sin(th∗M PI/180)∗sin(pi∗M PI/180));
492 tate[i].z = s/2∗1000000∗cos(th∗M PI/180);
493 i = i+1;
494 }
495 }
496
497 //座標変換２
498 theta = atan2(eql.y, eql.x);
499 AA2 = theta;
500 eql = Cordi Trans2(eql, theta);
501 sun = Cordi Trans2(sun, theta);
502 earth = Cordi Trans2(earth, theta);
503 //N = Cordi Trans2(N, theta);
504 for(i=0; i<=total n2; i++){
505 star[i] = Cordi Trans2(star[i], theta);
506 }
507 for(i=0; i<=3970; i++){
508 yoko[i] = Cordi Trans2(yoko[i], theta);
509 tate[i] = Cordi Trans2(tate[i], theta);
510 }
511
512 //座標変換３
513 theta = atan2(eql.x, eql.z);
514 eql = Cordi Trans3(eql,theta);
515 sun = Cordi Trans3(sun,theta);
516 earth = Cordi Trans3(earth,theta);
517 AA = theta;
518 N = Cordi Trans3(N,theta);
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519 S = Cordi Trans3(S,theta);
520 for(i=0; i<=total n2; i++){
521 star[i] = Cordi Trans3(star[i], theta);
522 }
523 for(i=0; i<=3970; i++){
524 yoko[i] = Cordi Trans3(yoko[i], theta);
525 tate[i] = Cordi Trans3(tate[i], theta);
526 }
527
528 //座標変換４
529
530 if (IsDlgButtonChecked(hDlg, IDC RADIO1) == BST CHECKED){
531 theta = atan2(−sun.x, sun.y);
532 eql2 = Cordi Trans2(eql,theta);
533 sun2 = Cordi Trans2(sun,theta);
534 earth2 = Cordi Trans2(earth,theta);
535 N2 = Cordi Trans2(N,theta);
536 S2 = Cordi Trans2(S,theta);
537 for(i=0; i<=total n2; i++){
538 star mm[i] = Cordi Trans2(star[i], theta);
539 if(star mm[i].z < 0){
540 star mm[i].x = star mm[i].x ∗ (−50 / star mm[i].z);
541 star mm[i].y = star mm[i].y ∗ (−50 / star mm[i].z);
542
543 starx pix[i] = (star mm[i].x) / 2 ∗ (988.5 / 10);
544 stary pix[i] = (star mm[i].y) / 2 ∗ (741 / 10);
545
546 starx pix2[i] = starx pix[i] + 988.5/ 2;
547 stary pix2[i] = 741/ 2 − stary pix[i];
548 }
549 }
550 for(i=0; i<=3970; i++){
551 yoko2[i] = Cordi Trans2(yoko[i], theta);
552 tate2[i] = Cordi Trans2(tate[i], theta);
553 }
554
555 N3.x = N2.x/2 ∗ 972/ 10 + 0.5;
556 N3.y = N2.y/2 ∗ 972 / 10 + 0.5;
557 N3.z = N2.z/2 ∗ 972/ 10 + 0.5;
558
559
560 N3.x += 972 / 2;
561 N3.y = 703 / 2 − N3.y;
562
563
564 S3.x = S2.x/2 ∗ 972/ 10 + 0.5;
565 S3.y = S2.y/2 ∗ 972/ 10 + 0.5;
566 S3.z = S2.z/2 ∗ 972/ 10 + 0.5;
567
568
569 S3.x += 972 / 2;
570 S3.y = 703 / 2 − S3.y;
571
572 if(sun2.y > 0){
573 theta = atan2(−sun.x, sun.y) + M PI;
574 eql2 = Cordi Trans2(eql,theta);
575 sun2 = Cordi Trans2(sun,theta);
576 earth2 = Cordi Trans2(earth,theta);
577 N2 = Cordi Trans2(N,theta);
578 S2 = Cordi Trans2(S,theta);
579 for(i=0; i<=total n2; i++){
580 star mm[i] = Cordi Trans2(star[i], theta);
581 if(star mm[i].z < 0){
582 star mm[i].x = star mm[i].x ∗ (−50 / star mm[i].z);
583 star mm[i].y = star mm[i].y ∗ (−50 / star mm[i].z);
584
585 starx pix[i] = (star mm[i].x) / 2 ∗ (988.5 / 10);
586 stary pix[i] = (star mm[i].y) / 2 ∗ (741 / 10);
587
588 starx pix2[i] = starx pix[i] + 988.5/ 2;
589 stary pix2[i] = 741/ 2 − stary pix[i];
590 }
591 }
592 for(i=0; i<=3970; i++){
593 yoko2[i] = Cordi Trans2(yoko[i], theta);
594 tate2[i] = Cordi Trans2(tate[i], theta);
595 }
596
597 N3.x = N2.x/2 ∗ 972/ 10 + 0.5;
598 N3.y = N2.y/2 ∗ 972 / 10 + 0.5;
599 N3.z = N2.z/2 ∗ 972/ 10 + 0.5;
600
601
602 N3.x += 972 / 2;
603 N3.y = 703 / 2 − N3.y;
604
605
606 S3.x = S2.x/2 ∗ 972/ 10 + 0.5;
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607 S3.y = S2.y/2 ∗ 972/ 10 + 0.5;
608 S3.z = S2.z/2 ∗ 972/ 10 + 0.5;
609
610
611 S3.x += 972 / 2;
612 S3.y = 703 / 2 − S3.y;
613 }
614 }
615
616
617 if (IsDlgButtonChecked(hDlg, IDC RADIO2) == BST CHECKED){
618 theta = atan2(−sun.x, sun.y);
619 eql2 = Cordi Trans2(eql,theta);
620 sun2 = Cordi Trans2(sun,theta);
621 earth2 = Cordi Trans2(earth,theta);
622 N2 = Cordi Trans2(N,theta);
623 S2 = Cordi Trans2(S,theta);
624
625 for(i=0; i<=3970; i++){
626 yoko2[i] = Cordi Trans2(yoko[i], theta);
627 tate2[i] = Cordi Trans2(tate[i], theta);
628 }
629
630 N3.x = N2.x/2 ∗ 972/ 10 + 0.5;
631 N3.y = N2.y/2 ∗ 972 / 10 + 0.5;
632 N3.z = N2.z/2 ∗ 972/ 10 + 0.5;
633
634
635 N3.x += 972 / 2;
636 N3.y = 703 / 2 − N3.y;
637
638
639 S3.x = S2.x/2 ∗ 972/ 10 + 0.5;
640 S3.y = S2.y/2 ∗ 972/ 10 + 0.5;
641 S3.z = S2.z/2 ∗ 972/ 10 + 0.5;
642
643
644 S3.x += 972 / 2;
645 S3.y = 703 / 2 − S3.y;
646
647
648 for(i=0; i<=total n2; i++){
649 star mm[i] = Cordi Trans2(star[i], theta);
650 if(star mm[i].z < 0){
651 star mm[i].x = star mm[i].x ∗ (−50 / star mm[i].z);
652 star mm[i].y = star mm[i].y ∗ (−50 / star mm[i].z);
653
654 starx pix[i] = (star mm[i].x) / 2 ∗ (988.5 / 10);
655 stary pix[i] = (star mm[i].y) / 2 ∗ (741 / 10);
656
657 starx pix2[i] = starx pix[i] + 988.5/ 2;
658 stary pix2[i] = 741/ 2 − stary pix[i];
659 }
660 }
661
662
663
664 if(sun2.y < 0){
665 theta = atan2(−sun.x, sun.y) + M PI;
666 //sprintf s(szBuf, 256, ”%lf”, theta);
667 //MessageBox(NULL, szBuf, ”角度 4”, MB OK);
668 eql2 = Cordi Trans2(eql,theta);
669 sun2 = Cordi Trans2(sun,theta);
670 earth2 = Cordi Trans2(earth,theta);
671 N2 = Cordi Trans2(N,theta);
672 S2 = Cordi Trans2(S,theta);
673 for(i=0; i<=total n2; i++){
674 star mm[i] = Cordi Trans2(star[i], theta);
675 if(star mm[i].z < 0){
676 star mm[i].x = star mm[i].x ∗ (−50 / star mm[i].z);
677 star mm[i].y = star mm[i].y ∗ (−50 / star mm[i].z);
678
679 starx pix[i] = (star mm[i].x) / 2 ∗ (988.5 / 10);
680 stary pix[i] = (star mm[i].y) / 2 ∗ (741 / 10);
681
682 starx pix2[i] = starx pix[i] + 988.5/ 2;
683 stary pix2[i] = 741/ 2 − stary pix[i];
684 }
685
686 }
687 for(i=0; i<=3970; i++){
688 yoko2[i] = Cordi Trans2(yoko[i], theta);
689 tate2[i] = Cordi Trans2(tate[i], theta);
690 }
691 N3.x = N2.x/2 ∗ 972/ 10 + 0.5;
692 N3.y = N2.y/2 ∗ 972 / 10 + 0.5;
693 N3.z = N2.z/2 ∗ 972/ 10 + 0.5;
694
68
695
696 N3.x += 972 / 2;
697 N3.y = 703 / 2 − N3.y;
698
699
700 S3.x = S2.x/2 ∗ 972/ 10 + 0.5;
701 S3.y = S2.y/2 ∗ 972/ 10 + 0.5;
702 S3.z = S2.z/2 ∗ 972/ 10 + 0.5;
703
704
705 S3.x += 972 / 2;
706 S3.y = 703 / 2 − S3.y;
707
708 }
709 }
710
711 //逆変換
712 rd.x = 0;
713 rd.y = 0;
714 rd.z = −1;
715
716 theta = −theta;
717 rd = Cordi Trans2(rd, theta);
718 //sprintf s(szBuf, 256, ”%lf %lf %lf ”, rd.x, rd.y, rd.z);
719 //MessageBox(NULL, szBuf, ”逆変換４”, MB OK);
720
721 theta = −AA;
722 rd = Cordi Trans3(rd,theta);
723 //sprintf s(szBuf, 256, ”%lf %lf %lf ”, rd.x, rd.y, rd.z);
724 //MessageBox(NULL, szBuf, ”逆変換 3”, MB OK);
725
726 //theta = −AA2;
727 rd = Cordi Trans2(rd, −AA2);
728 //sprintf s(szBuf, 256, ”%lf %lf %lf ”, rd.x, rd.y, rd.z);
729 //MessageBox(NULL, szBuf, ”逆変換 2”, MB OK);
730
731 //デカルトを黄経、黄緯に変換
732 koukei2 = atan2(rd.y, rd.x) /∗+ M PI∗/;
733 if(koukei2 < 0)
734 koukei2 = koukei2 + 2∗M PI;
735 koui2 = atan(rd.z / sqrt(rd.x∗rd.x + rd.y∗rd.y));
736
737 //黄経、黄緯を赤経赤緯に変換
738 RA2 = atan2(−sin(koui2)∗sin((M PI∗23.43) / 180) + cos(koui2)∗sin(koukei2)∗cos
((M PI∗23.43) / 180), cos(koui2)∗cos(koukei2)) /∗+ M PI∗/;
739 if(RA2 < 0)
740 RA2 = RA2 + 2∗M PI;
741 DEC2 = asin(sin(koui2)∗cos((M PI∗23.43) / 180) + cos(koui2)∗sin(koukei2)∗sin((
M PI∗23.43) / 180));
742
743 DO = (DEC2∗180)/M PI;
744 HUN = (DO−(int)DO)∗60;
745 if(HUN < 0)
746 HUN = −HUN;
747 BYO = (HUN−(int)HUN)∗60;
748 if(BYO < 0)
749 BYO = −BYO;
750
751 JI = (RA2∗24)/(2∗M PI);
752 HUN2 = (JI−(int)JI)∗60;
753 if(HUN2 < 0)
754 HUN2 = −HUN2;
755 BYO2 = (HUN2−(int)HUN2)∗60;
756 if(BYO2 < 0)
757 BYO2 = −BYO2;
758
759 asdf(Time now);
760
761 SetDlgItemInt(hDlg, IDC EDIT Y, asdf2(Time now).tm year+1900, FALSE);
762 SetDlgItemInt(hDlg, IDC EDIT M, asdf2(Time now).tm mon+1, FALSE);
763 SetDlgItemInt(hDlg, IDC EDIT D, asdf2(Time now).tm mday, FALSE);
764 SetDlgItemInt(hDlg, IDC EDIT H, asdf2(Time now).tm hour, FALSE);
765 SetDlgItemInt(hDlg, IDC EDIT MIN, asdf2(Time now).tm min, FALSE);
766 SetDlgItemInt(hDlg, IDC EDIT S, asdf2(Time now).tm sec, FALSE);
767
768 break;
769
770 }
771 InvalidateRect(hWnd bitmap, NULL, FALSE);
772 free(g img.lpBmpData);
773 return TRUE;
774
775
776 case WM PAINT:
777
778 g img.bmi.bmiHeader.biSize = sizeof(BITMAPINFOHEADER);
779 g img.bmi.bmiHeader.biWidth = 988/∗659∗/;
780 g img.bmi.bmiHeader.biHeight = −741/∗494∗/;
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781 g img.bmi.bmiHeader.biPlanes = 1;
782 g img.bmi.bmiHeader.biBitCount = 32;
783 g img.bmi.bmiHeader.biCompression = BI RGB;
784 g img.bmi.bmiHeader.biSizeImage = 988∗741/∗659∗ 494∗/ ∗ 4;
785 g img.bmi.bmiHeader.biXPelsPerMeter = 3704;
786 g img.bmi.bmiHeader.biYPelsPerMeter = 3704;
787 g img.bmi.bmiHeader.biClrUsed = 0;
788 g img.bmi.bmiHeader.biClrImportant = 0;
789
790 g img.lpBmpData = (BYTE ∗)malloc(988 ∗ 741 ∗ 4);
791
792 RECT rect;
793
794 hdc = BeginPaint(hWnd bitmap, &ps);
795 GetClientRect(hWnd bitmap, &rect);
796 hdc mem = CreateCompatibleDC(hdc);
797
798 for (a = 0; a < 741; a++) {
799 for (b = 0; b < 988; b++) {
800
801 ab = a∗(988 ∗ 4) + b ∗ 4; //始めの項が行数、次の項が左から何ビット目かを表す。
（blue の位置を決めている）
802
803 if ((b − (rect.right − rect.left )/2)∗(b −( rect.right − rect.left) / 2) + (a − (rect.
bottom − rect.top)/2)∗(a − (rect.bottom − rect.top)/2) <= (s / 4 ∗
1000000 ∗ (rect.right − rect.left) / 10 + 0.5)∗(s / 4 ∗ 1000000 ∗ (rect.right
− rect.left) / 10 + 0.5)) {
804
805 x = b − (rect.right − rect.left) / 2;
806 y = (rect.bottom − rect.top)/2 − a;
807 z = sqrtf(−(x∗x) − (y∗y) + (s / 4 ∗ 1000000 ∗ (rect.right − rect.left) /
10 + 0.5)∗(s / 4 ∗ 1000000 ∗ (rect.right − rect.left) / 10 + 0.5));
808 r = sqrtf(x∗x + y∗y + z∗z);
809
810 lam1 = (x∗sun2.x + y∗sun2.y + z∗sun2.z) / (r∗SUN MOON); //太陽の方向
との内積
811 lam2 = (x∗earth2.x + y∗earth2.y + z∗earth2.z) / (r∗EARTH MOON); //
地球の方向との
内積
812 lam3 = (x∗eql2.x + y∗eql2.y + z∗eql2.z) / (r∗EQL MOON); //
EQL の方向との内積
813
814
815
816
817 if (lam2 > 0) {
818 g img.lpBmpData[ab] = 169/∗224∗/;
819 g img.lpBmpData[ab + 1] = 172/∗204∗/;
820 g img.lpBmpData[ab + 2] = 70/∗157∗/;
821 g img.lpBmpData[ab + 3] = 0;
822 }
823
824 if (lam1 > 0) {
825 g img.lpBmpData[ab] = 0;
826 g img.lpBmpData[ab + 1] = 194;
827 g img.lpBmpData[ab + 2] = 204;
828 g img.lpBmpData[ab + 3] = 0;
829 }
830
831
832 if (!(lam1 >= 0 || lam2 >= 0)) {
833 g img.lpBmpData[ab] = 179;
834 g img.lpBmpData[ab + 1] = 179;
835 g img.lpBmpData[ab + 2] = 179;
836 g img.lpBmpData[ab + 3] = 0;
837 }
838
839
840 }
841
842
843 if ((b − (rect.right − rect.left)/2)∗(b − (rect.right − rect.left) / 2) + (a − (rect.
bottom − rect.top)/2)∗(a − (rect.bottom − rect.top)/2) > (s / 4 ∗ 1000000
∗ (rect.right − rect.left) / 10 + 0.5)∗(s / 4 ∗ 1000000 ∗ (rect.right − rect.
left) / 10 + 0.5)) {
844 g img.lpBmpData[ab] = 0;
845 g img.lpBmpData[ab + 1] = 0;
846 g img.lpBmpData[ab + 2] = 0;
847 g img.lpBmpData[ab + 3] = 0;
848
849 }
850
851
852 }
853 }
854
855 hBmp = CreateDIBitmap(hdc, &(g img.bmi.bmiHeader), CBM INIT, g img.lpBmpData, &(g img.
bmi), DIB RGB COLORS);
856 free(g img.lpBmpData);
70
857 SelectObject(hdc mem, hBmp);
858 SetStretchBltMode(hdc, COLORONCOLOR);
859 StretchBlt(hdc, 0, 0, 988, 741, hdc mem, 0, 0, 988, 741, SRCCOPY);
860 disp star xy(hdc, rect, hDlg);
861 //if (IsDlgButtonChecked(hDlg, IDC RADIO2) == BST CHECKED) disp axes2(hdc, rect);
862 disp axes2(hdc, rect);
863 moji[37] = ’\0’;
864 snprintf(moji,37, T("赤経%4d 時%02d 分%02d 秒\n 赤緯%4d 度%02d 分%02d 秒"), (int)JI, (int)HUN2, (int)
BYO2, (int)DO, (int)HUN, (int)BYO );
865 //TextOut(hdc, 0, 40, moji, sizeof(moji));
866 DrawText(hdc, buf, −1, &rect, DT WORDBREAK);
867 DrawText(hdc, moji, −1, &rect, DT RIGHT | DT WORDBREAK);
868 DeleteDC(hdc);
869 DeleteDC(hdc mem);
870 DeleteObject(hBmp);
871 EndPaint(hWnd bitmap, &ps);
872 ReleaseDC(hWnd bitmap, hdc);
873
874 break;
875
876 case WM DESTROY:
877 if (++g = NULL)
878 KillTimer(hWnd bitmap, ID MYTIMER);
879 KillTimer(hWnd bitmap, ID MYTIMER now);
880 PostQuitMessage(0);
881 free(g img.lpBmpData);
882
883 break;
884
885 case WM LBUTTONDOWN:
886 if(flag stop == true){
887 RECT rect2;
888 GetClientRect(hWnd bitmap, &rect2);
889 start.x = LOWORD(lp);
890 start.y = HIWORD(lp);
891
892 for(i=0; i<=total n2; i++){
893 q = (int)h[i].Dec d;
894 if(h[i].Dec sig == 0)
895 q = −q;
896 if((starx pix2[i] − start.x)∗(starx pix2[i] − start.x) + (stary pix2[i] − start.y)∗(stary pix2[i] − start.y) <=
10){
897 sprintf s(szBuf, 256, "赤経:%d 時%d 分%d 秒\n 赤緯:%d 度%d 分%d 秒\nHIP 番号:%d\n 等級:%.2f", (int)h[i].
RA h, (int)h[i].RA m,(int) h[i].RA s, q, (int)h[i].Dec m, (int)h[i].Dec s, h[i].HIP, h[i].Mag);
898 MessageBox(NULL, szBuf, "星の情報", MB OK);
899 }
900 }
901 }
902
903 /∗sprintf s(szBuf, ”月面高度%fkm”, EQL MOON−1737);
904 MessageBox(NULL, szBuf, ”観測情報”, MB OK);
905
906 sprintf s(szBuf, ”月の夜側領域%f ％”, Night);
907 MessageBox(NULL, szBuf, ”観測情報”, MB OK);
908
909 sprintf s(szBuf, ”EQ−M−E Angle %f 度”, deg2);
910 MessageBox(NULL, szBuf, ”観測情報”, MB OK);∗/
911
912 break;
913
914
915
916
917 default:
918 return (DefWindowProc(hWnd bitmap, msg, wp, lp));
919
920
921
922 }
923 return 0;
924
925 }
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Read star.cpp
1 #include "kobayashi.h"
2 #define USE MATH DEFINES
3 #include <math.h>
4
5 //星のデータを読み込み、構造体配列に書き込む
6 BOOL read star(HWND hDlg, FILE ∗hm, int channel)
7 {
8 //hipdata h[5000]; //星のデータを入れる構造体配列を宣言
9 char cbuf[500]; // １行分のデータを読み込む文字列
10 char ∗p, ∗context; // strtok s を使うために必要
11 int i = 0;
12
13 while (fgets(cbuf, 501, hm) != NULL) { // データを最後まで読み込む
14
15 p = strtok s(cbuf, ",", &context);
16 sscanf s(p, "%d", &h[i].HIP);
17
18 p = strtok s(NULL, ",", &context);
19 sscanf s(p, "%lf", &h[i].RA h);
20 p = strtok s(NULL, ",", &context);
21 sscanf s(p, "%lf", &h[i].RA m);
22 p = strtok s(NULL, ",", &context);
23 sscanf s(p, "%lf", &h[i].RA s);
24
25
26 p = strtok s(NULL, ",", &context);
27 sscanf s(p, "%d", &h[i].Dec sig);
28 p = strtok s(NULL, ",", &context);
29 sscanf s(p, "%lf", &h[i].Dec d);
30 p = strtok s(NULL, ",", &context);
31 sscanf s(p, "%lf", &h[i].Dec m);
32 p = strtok s(NULL, ",", &context);
33 sscanf s(p, "%lf", &h[i].Dec s);
34
35
36 p = strtok s(NULL, ",", &context);
37 sscanf s(p, "%lf", &h[i].Mag);
38
39 i++;
40
41 }
42 total n2 = i;
43 TCHAR msg[8];
44
45 return TRUE; // 戻り値TRUE を返す
46
47 }
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kobayashi filename.cpp
1 #include "kobayashi.h"
2
3 //ファイルを選択し、そのパス名を得る関数
4 char∗ filename()
5 {
6 OPENFILENAME fname;
7 static char fn[256];
8 static char filefilter[] = "すべてのファイル (*.*)\0*.*\0\0";
9 /∗”テキストファイル (∗.txt)\0∗.txt\0”;∗/
10
11 memset( &fname, 0, sizeof(OPENFILENAME) );
12 fname.lStructSize = sizeof(OPENFILENAME);
13 fname.lpstrFilter = filefilter;
14 fname.nFilterIndex = 1;
15 fname.lpstrFile = fn;
16 fname.nMaxFile = sizeof(fn);
17 fname.Flags = OFN HIDEREADONLY | OFN OVERWRITEPROMPT;
18
19 if( !GetOpenFileName( &fname ) ) return NULL;
20
21 return fn;
22 }
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kobayashi disp axes2.cpp
1 #include "kobayashi.h"
2
3 // ウィンドウ中に目盛軸を描く関数
4 BOOL disp axes2( HDC hdc, RECT rect )
5 {
6 int i, x, y; // for で使う変数 i と、縦横のグリッド線を引くときの x 座標と y 座標
7
8 HPEN hPen a = CreatePen( PS DOT, 0, RGB(0,0,0)); // 黒色、破線のペンを作る (注：白と黒の破線になる)
9 SelectObject( hdc, hPen a ); // hdc で上記のペンを使うために選ぶ
10 double hdiv = (double)(rect.right − rect.left)/10.0;
11 double vdiv = (double)(rect.bottom − rect.top)/10.0;
12
13 //姿勢 1の視野
14 if (IsDlgButtonChecked(hDlg, IDC RADIO1) == BST CHECKED){
15 for ( i=0; i<=10; i++ ) { // 縦線を描く
16 if (i == 5) {
17 x = (int)(hdiv ∗ (double)i + 0.5);
18 MoveToEx(hdc, x, rect.top, NULL); //ペンを移動する
19 LineTo(hdc, x, rect.bottom); //線を引く
20 }
21
22 if ( i == 4 ){
23 x = (int)(hdiv ∗ (double)i + 0.5);
24 MoveToEx(hdc, x, rect.bottom∗3/10, NULL); //ペンを移動する
25 LineTo(hdc, x, rect.bottom/2); //線を引く
26 }
27
28 if (i == 6) {
29 x = (int)(hdiv ∗ (double)i + 0.5);
30 MoveToEx(hdc, x, rect.bottom ∗ 3/10, NULL); //ペンを移動する
31 LineTo(hdc, x, rect.bottom /2); //線を引く
32 }
33 }
34
35
36 for ( i=0; i<=10; i++ ) { // 横線を描く
37
38 if ( i == 3 ){
39 y = (int)(vdiv ∗ (double)i + 0.5);
40 MoveToEx(hdc, rect.right∗2/5, y, NULL);
41 LineTo(hdc, rect.right∗3/5, y);
42 }
43
44 if ( i == 5 ){
45 y = (int)( vdiv ∗ (double)i + 0.5 );
46 MoveToEx(hdc, rect.left, y, NULL);
47 LineTo (hdc, rect.right, y);
48 }
49
50 }
51 }
52
53 //姿勢 2の視野
54 if (IsDlgButtonChecked(hDlg, IDC RADIO2) == BST CHECKED){
55 for ( i=0; i<=10; i++ ) { // 縦線を描く
56 if (i == 5) {
57 x = (int)(hdiv ∗ (double)i + 0.5);
58 MoveToEx(hdc, x, rect.top, NULL); //ペンを移動する
59 LineTo(hdc, x, rect.bottom); //線を引く
60 }
61
62 if ( i == 4 ){
63 x = (int)(hdiv ∗ (double)i + 0.5);
64 MoveToEx(hdc, x, rect.bottom/2, NULL); //ペンを移動する
65 LineTo(hdc, x, rect.bottom∗7/10); //線を引く
66 }
67
68 if (i == 6) {
69 x = (int)(hdiv ∗ (double)i + 0.5);
70 MoveToEx(hdc, x, rect.bottom/2, NULL); //ペンを移動する
71 LineTo(hdc, x, rect.bottom∗7/10); //線を引く
72 }
73 }
74
75
76 for ( i=0; i<=10; i++ ) { // 横線を描く
77
78 if ( i == 7 ){
79 y = (int)(vdiv ∗ (double)i + 0.5);
80 MoveToEx(hdc, rect.right∗2/5, y, NULL);
81 LineTo(hdc, rect.right∗3/5, y);
82 }
83
84 if ( i == 5 ){
85 y = (int)( vdiv ∗ (double)i + 0.5 );
86 MoveToEx(hdc, rect.left, y, NULL);
74
87 LineTo (hdc, rect.right, y);
88 }
89
90 }
91 }
92
93 //∗ch = asdf(rh[g].ET);
94 //TextOut(hdc, 500, 300, ch, lstrlen(ch));
95
96 DeleteObject( hPen a ); // ペンを破棄する
97
98 return TRUE;
99 }
75
Calcu Time.cpp
1 #include "kobayashi.h"
2
3 #include <iostream>
4
5 //年月日時分秒から、J2000.0からの秒数を計算する関数
6 int et(int year, int month, int day, int hour, int min, int sec)
7 {
8 tm epoch0; //tm は time.h 内で定義されている構造体、epoch0 は Elapsed Time の基準となる J2000.0
9 epoch0.tm year = 2000 − 1900; //1900年から数える
10 epoch0.tm mon = 0; //1月は 0、12月は 11
11 epoch0.tm mday = 1; //普通に 1月内の日
12 epoch0.tm hour = 12; //普通に時
13 epoch0.tm min = 0; //普通に分
14 epoch0.tm sec = 0; //普通に秒
15
16 tm epoch1;
17 epoch1.tm year = year − 1900;
18 epoch1.tm mon = month − 1;
19 epoch1.tm mday = day;
20 epoch1.tm hour = hour;
21 epoch1.tm min = min;
22 epoch1.tm sec = sec;
23
24 time t time0 = mktime(&epoch0); //time t 型というものがある
25 time t time1 = mktime(&epoch1); //mktime は 1970/1/1 0:00:00からの経過秒数を計算する (以下を参照)
26 //https://qiita.com/edo m18/items/364
ffc6713b81c4d1c87
27 //http://hitorilife.com/time.php
28
29 return (int)difftime(time1, time0); //difftime も上記を参照
30 }
31
32 //J2000.0から現在までの秒数を計算する関数
33 int now()
34 {
35 tm epoch0;
36 epoch0.tm year = 2000 − 1900;
37 epoch0.tm mon = 0;
38 epoch0.tm mday = 1;
39 epoch0.tm hour = 12;
40 epoch0.tm min = 0;
41 epoch0.tm sec = 0;
42
43 time t time0 = mktime(&epoch0);
44
45 time t time1 = time(NULL); //time は PC の現在時刻を得て、time t 型の変数に格納する
46
47 return (int)(difftime(time1, time0) − 32400.); //time で得られる時刻は日本時間なので UT にするため 9 時間(32400秒)引く。
48 }
49
50
51 //J2000.0からの経過秒数を年月日時分秒に直す関数 (フォーマット指定）
52 using namespace std;
53 void asdf(time t x){
54 time t foo = 946728000 + x;
55 tm ∗bar = gmtime(&foo);
56 tcsftime(buf, sizeof(buf)/sizeof(TCHAR), T("世界時 (UTC)\n%Y-%m-%d␣%H:%M:%S"), bar);
57 cout << buf << endl;
58 }
59
60 //J2000.0からの経過秒数を年月日時分秒に直す関数 (各パラメータへの変換）
61 tm asdf2(time t x){
62 tm tm;
63 time t t = 946728000 + x;
64 ∗gmtime(&t);
65 return ∗gmtime(&t);
66 }
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Cordi Trans1.cpp
1 #include "kobayashi.h"
2 #define USE MATH DEFINES
3 #include <math.h>
4
5 xyz Cordi Trans1(xyz P1, xyz P2) //原点を月に平行移動する座標変換
6 {
7 xyz a;
8
9 a.x = P1.x − P2.x;
10 a.y = P1.y − P2.y;
11 a.z = P1.z − P2.z;
12
13 return a;
14
15 }
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Cordi Trans2.cpp
1 #include "kobayashi.h"
2 #define USE MATH DEFINES
3 #include <math.h>
4
5 xyz Cordi Trans2(xyz P, double theta) //ｚ軸回りに回転させる座標変換（EQL が xz 面内にいるように）
6 {
7 xyz a;
8
9 a.x = P.x∗cos(theta) + P.y∗sin(theta);
10 a.y = − P.x∗sin(theta) + P.y∗cos(theta) ;
11 a.z = P.z;
12
13 return a;
14
15 }
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Cordi Trans3.cpp
1 #include "kobayashi.h"
2 #define USE MATH DEFINES
3 #include <math.h>
4
5 xyz Cordi Trans3(xyz P, double theta) //y 軸回りに回転させる座標変換（EQL が z 軸上になるように）
6 {
7 xyz a;
8 a.x = P.x∗cos(theta) − P.z∗sin(theta);
9 a.y = P.y;
10 a.z = P.x∗sin(theta) + P.z∗cos(theta);
11
12 return a;
13
14 }
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kobayashi read data.cpp
1 #include "kobayashi.h"
2 #define USE MATH DEFINES
3 #include <math.h>
4
5 //データを読み込み、グローバル配列に書き込む
6 BOOL read data( HWND hDlg, FILE ∗hm, int channel )
7 {
8
9 char cbuf[500]; // １行分のデータを読み込む文字列
10 char ∗p, ∗context; // strtok s を使うために必要
11 //static bool flag = TRUE;// 最初のデータの読み込み時はTRUE、後は FAULT にす
12 int i = 0;
13 //read halo rh[30000];
14
15 while ( fgets( cbuf, 501, hm ) != NULL ){ // データを最後まで読み込む
16
17 p = strtok s( cbuf, ",", &context ); //1回目の第一引数は、cbuf で、２回目以降は NULL にする http://shuzo−kino.
hateblo.jp/entry/2013/10/17/184936参照
18 sscanf s( p, "%lf", &rh[i].ET );
19
20 p = strtok s( NULL, ",", &context );
21 sscanf s( p, "%lf", &rh[i].XEQL);
22 p = strtok s( NULL, ",", &context );
23 sscanf s( p, "%lf", &rh[i].YEQL);
24 p = strtok s( NULL, ",", &context );
25 sscanf s( p, "%lf", &rh[i].ZEQL);
26
27 p = strtok s( NULL, ",", &context );
28 sscanf s( p, "%lf", &rh[i].VXEQL);
29 p = strtok s( NULL, ",", &context );
30 sscanf s( p, "%lf", &rh[i].VYEQL);
31 p = strtok s( NULL, ",", &context );
32 sscanf s( p, "%lf", &rh[i].VZEQL);
33
34
35 p = strtok s( NULL, ",", &context );
36 sscanf s( p, "%lf", &rh[i].XMOON);
37 p = strtok s( NULL, ",", &context );
38 sscanf s( p, "%lf", &rh[i].YMOON);
39 p = strtok s( NULL, ",", &context );
40 sscanf s( p, "%lf", &rh[i].ZMOON);
41
42 p = strtok s( NULL, ",", &context );
43 sscanf s( p, "%lf", &rh[i].VXMOON);
44 p = strtok s( NULL, ",", &context );
45 sscanf s( p, "%lf", &rh[i].VYMOON);
46 p = strtok s( NULL, ",", &context );
47 sscanf s( p, "%lf", &rh[i].VZMOON);
48
49
50 p = strtok s( NULL, ",", &context );
51 sscanf s( p, "%lf", &rh[i].XSUN);
52 p = strtok s( NULL, ",", &context );
53 sscanf s( p, "%lf", &rh[i].YSUN);
54 p = strtok s( NULL, ",", &context );
55 sscanf s( p, "%lf", &rh[i].ZSUN);
56
57 p = strtok s( NULL, ",", &context );
58 sscanf s( p, "%lf", &rh[i].VXSUN);
59 p = strtok s( NULL, ",", &context );
60 sscanf s( p, "%lf", &rh[i].VYSUN);
61 p = strtok s( NULL, ",", &context );
62 sscanf s( p, "%lf", &rh[i].VZSUN);
63
64 i++;
65 }
66
67 total n = i;
68
69 return TRUE; // 戻り値TRUE を返す
70 }
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disp star.cpp
1 #include "kobayashi.h"
2 #define USE MATH DEFINES
3 #include <math.h>
4
5
6
7 // 星の座標データを１チャンネル分ウィンドウに表示する関数
8 BOOL disp star xy(HDC hdc, RECT rect, HWND hDlg) //ただし、xy 平面に描画する関数
9 {
10 COLORREF color;
11 HPEN hPen xy,hPen xy2;
12 int i;
13
14 color = RGB(255,0, 0);/∗RGB(255,241,0)∗/ // チャンネル１は黄色
15 hPen xy = CreatePen(PS SOLID, 9, color);
16 SelectObject(hdc, hPen xy); // hdc で上記のペンを使うために選ぶ
17 HBRUSH hBrush xy, h01dBrush xy;
18 hBrush xy = CreateSolidBrush(color);
19 h01dBrush xy = (HBRUSH)SelectObject(hdc, hBrush xy);
20
21
22 xyz tate3[3971],yoko3[3971];
23
24
25
26 for(i=0; i<=total n2; i++){
27 //starx pix2[i] = starx pix[i] + (rect.right − rect.left) / 2;
28 //stary pix2[i] = (rect.bottom − rect.top) / 2 − stary pix[i];
29
30 int m;
31 if(h[i].Mag < 0.0){
32
33 for (m = 0; m <= 8; m += 1) {
34 SetPixel(hdc, starx pix2[i] − m, stary pix2[i], RGB(228, 0, 127));
35 SetPixel(hdc, starx pix2[i], stary pix2[i] − m, RGB(228, 0, 127));
36 SetPixel(hdc, starx pix2[i], stary pix2[i], RGB(228, 0, 127));
37 SetPixel(hdc, starx pix2[i] + m, stary pix2[i], RGB(228, 0, 127));
38 SetPixel(hdc, starx pix2[i], stary pix2[i] + m, RGB(228, 0, 127));
39 }
40 }
41
42 else if(h[i].Mag < 2.0){
43 for (m = 0; m <= 6; m += 1) {
44 SetPixel(hdc, starx pix2[i] − m, stary pix2[i], RGB(255, 255, 255));
45 SetPixel(hdc, starx pix2[i], stary pix2[i] − m, RGB(255, 255, 255));
46 SetPixel(hdc, starx pix2[i], stary pix2[i], RGB(255, 255, 255));
47 SetPixel(hdc, starx pix2[i] + m, stary pix2[i], RGB(255, 255, 255));
48 SetPixel(hdc, starx pix2[i], stary pix2[i] + m, RGB(255, 255, 255));
49 }
50 }
51
52 else if (h[i].Mag < 4.0) {
53 for (m = 0; m <= 4; m += 1) {
54 SetPixel(hdc, starx pix2[i] − m, stary pix2[i], RGB(255, 255, 255));
55 SetPixel(hdc, starx pix2[i], stary pix2[i] − m, RGB(255, 255, 255));
56 SetPixel(hdc, starx pix2[i], stary pix2[i], RGB(255, 255, 255)/∗RGB(173, 255, 47)
∗/);
57 SetPixel(hdc, starx pix2[i] + m, stary pix2[i], RGB(255, 255, 255));
58 SetPixel(hdc, starx pix2[i], stary pix2[i] + m, RGB(255, 255, 255));
59 }
60 }
61
62 else {
63 SetPixel(hdc, starx pix2[i] − 2, stary pix2[i], RGB(255, 255, 255));
64 SetPixel(hdc, starx pix2[i], stary pix2[i] − 2, RGB(255, 255, 255));
65 SetPixel(hdc, starx pix2[i], stary pix2[i], RGB(255, 255, 255));
66 SetPixel(hdc, starx pix2[i] + 2, stary pix2[i], RGB(255, 255, 255));
67 SetPixel(hdc, starx pix2[i], stary pix2[i] + 2, RGB(255, 255,255));
68 }
69
70 }
71
72 for(i = 0; i <= 3970; i++){
73 tate3[i].x = tate2[i].x/2 ∗ (rect.right − rect.left) / 10 + 0.5;
74 tate3[i].y = tate2[i].y/2 ∗ (rect.right − rect.left) / 10 + 0.5;
75 tate3[i].z = tate2[i].z/2 ∗ (rect.right − rect.left) / 10 + 0.5;
76 yoko3[i].x = yoko2[i].x/2 ∗ (rect.right − rect.left) / 10 + 0.5;
77 yoko3[i].y = yoko2[i].y/2 ∗ (rect.right − rect.left) / 10 + 0.5;
78 yoko3[i].z = yoko2[i].z/2 ∗ (rect.right − rect.left) / 10 + 0.5;
79
80 tate3[i].x += (rect.right − rect.left) / 2;
81 tate3[i].y = (rect.bottom − rect.top) / 2 − tate3[i].y;
82 yoko3[i].x += (rect.right − rect.left) / 2;
83 yoko3[i].y = (rect.bottom − rect.top) / 2 − yoko3[i].y;
84
85 }
81
86
87 //sprintf s(szBuf, 256, ”%d %d ”,rect.right − rect.left, rect.bottom − rect.top );
88 //MessageBox(NULL, szBuf, ”yokotate”, MB OK);
89
90 /∗N3.x = N2.x/2 ∗ (rect.right − rect.left) / 10 + 0.5;
91 N3.y = N2.y/2 ∗ (rect.right − rect.left) / 10 + 0.5;
92 N3.z = N2.z/2 ∗ (rect.right − rect.left) / 10 + 0.5;
93
94
95 N3.x += (rect.right − rect.left) / 2;
96 N3.y = (rect.bottom − rect.top) / 2 − N3.y;
97
98
99 S3.x = S2.x/2 ∗ (rect.right − rect.left) / 10 + 0.5;
100 S3.y = S2.y/2 ∗ (rect.right − rect.left) / 10 + 0.5;
101 S3.z = S2.z/2 ∗ (rect.right − rect.left) / 10 + 0.5;
102
103
104 S3.x += (rect.right − rect.left) / 2;
105 S3.y = (rect.bottom − rect.top) / 2 − S3.y;∗/
106
107
108 for(i=0; i<=3970; i++){
109 if(tate3[i].z >= 0)
110 SetPixel(hdc, tate3[i].x, tate3[i].y, RGB(255, 255, 255));
111 if(yoko3[i].z >= 0)
112 SetPixel(hdc, yoko3[i].x, yoko3[i].y, RGB(255, 255, 255));
113 }
114
115 if(N3.z > 0)
116 Ellipse(hdc, N3.x−1, N3.y−1, N3.x+1, N3.y+1);
117
118 DeleteObject(hPen xy); // ペンを破棄する
119 DeleteObject(hBrush xy);
120 DeleteObject(h01dBrush xy);
121
122 color = RGB(0,0, 255); // チャンネル１は黄色
123 hPen xy2 = CreatePen(PS SOLID, 9, color);
124 SelectObject(hdc, hPen xy2); // hdc で上記のペンを使うために選ぶ
125 HBRUSH hBrush xy2, h01dBrush xy2;
126 hBrush xy2 = CreateSolidBrush(color);
127 h01dBrush xy2 = (HBRUSH)SelectObject(hdc, hBrush xy2);
128
129 if(S3.z > 0)
130 Ellipse(hdc, S3.x−1, S3.y−1, S3.x+1, S3.y+1);
131
132 DeleteObject(hPen xy); // ペンを破棄する
133 DeleteObject(hBrush xy);
134 DeleteObject(h01dBrush xy);
135
136
137
138
139 return TRUE; // 戻り値TRUE を返す
140 }
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