Abstract
Introduction
The Centre for Virtual Environments at the University of Salford is conducting research to develop a simulation environment that allows designers and engineers to assess maintenance tasks before any physical prototype is built [1] . In a maintenance simulation scenario, the user needs to perform assembly and disassembly operations interactively on the virtual prototypes in a realistic way. These operations rely in a set of geometric constraint relationships that are automatically established, or removed, as the user manipulates assembly components. However, constraint management processes use the collision detection for: providing collision response to stop object penetration; assisting users to carry out precise object manipulations; simulating constrained motion; simulating kinematics motion; recognition of constraints, assembly and disassembly operations and many others.
There are several publicly available collision detection toolkits for virtual environments [2] . These collision detection managers support polygonal models and are effective in determining exactly intersecting polygons. However, they disregard all the surface data of the CAD model. These implementations do not provide information about intersecting surfaces. The awareness of all the colliding surfaces provides valuable information for the constraint manager, enabling the automatic recognition of constraints and avoiding penetrating objects.
In this paper, we present an unified algorithm, for the broad and narrow phases of the collision detection problem, that determines intersecting surfaces precisely for supporting assembly and maintenance simulation in virtual prototyping environments with many moving objects. The surface knowledge available from the CAD model is used to determine intersecting surfaces. This information is considered to build an effective collision detection algorithm that provides information about colliding surfaces to be used by the constraint manager. A "brute force" algorithm for finding collisions is of square complexity. In order to determine collisions at interactive frame rates, we use the Overlapping Axis-Aligned Bounding Box (OAABB) and the R-tree data structure for improving the overall collision detection performance. In addition, the proposed algorithm has a high degree of parallelism, which could further be exploited to reduce time to detect collisions. This paper is organized as follows. Section 2 identifies requirements for a collision detection manager for assisting assembly and maintenance operations in virtual prototyping applications. Section 3 presents the architecture for the proposed collision detection manager. Section 4 presents results. Conclusions are discussed in section 5.
Requirements
A collision detection component for assisting in assembly and maintenance operations in virtual prototyping environments should:
Determine Surface Intersections: Wimalaratne [3] identifies the need of developing efficient surfacebased collision software to integrate in a virtual prototyping system for assembly simulation. Virtual prototyping models, generated by Computer-Aided Design (CAD) systems, are surface-based. The recognition of constraints for assembly and disassembly operations relies on the knowledge of the intersecting surfaces. However, current collision detection toolkits lack in providing this knowledge [2] . Detect Collisions Precisely: In the simulation of assembly and disassembly operations, finding precise collisions is an important task for achieving realistic behavior [4] . When assembling two components, it is necessary to find which parts are colliding, to determine possible constraints and simulate solidity. Collision detection algorithms implemented only with bounding volumes are ineffective in automatically identifying geometric constraints correctly. Achieve Interactive Response: Finding collisions in a three-dimensional environment can be a very demanding task. In some environments it can easily consume up to 50% of the total run time [5] . In real industrial case studies, 3D virtual prototypes can be very complex with thousands of primitives. Developing collision detection algorithms for complex environments is an open research issue [6] . Furthermore, rendering must be done in real time, 20Hz for graphics [7] , to maintain the user of a virtual prototyping application engaged and providing the illusion of being immersed and working interactively
Unified collision detection framework
This section presents a novel algorithm for both the broad and narrow phases of the collision detection problem in a virtual prototyping environment. The collision detection algorithm described, in the following paragraphs, takes advantage of the surface information provided by CAD systems together with the scene graph structure (Figure 1 ).
R-Tree
The R-tree structure is a spatial partitioning representation data structure used to represent partition of the space [8] . The main idea behind using a spatial partitioning R-tree structure is to exploit spatial coherency. For each object, it checks for collision only with objects which are in the neighborhood, eliminating comparisons with those which are far away. The algorithm that we propose uses the R-tree structure at two different levels, for both the broad phase problem, as well as, for the narrow phase problem of the collision detection process.
For the broad phase, the collision detection manager uses the R-tree to represent the scene graph ( Figure 2 ). The R-tree data structure ( Figure 3 ) is a multi-ary tree in which the non-leaf node has between and children, except for the root node. The values and ( 2 ) are the minimum and maximum number of children of a node, respectively. In this example 2 and 2 . The root node has at least two children, unless it is a leaf. For the R-tree representing the scene graph, the root node is associated to the space covered by all objects. Each node of the tree defines a sub-region represented by the bounding volume that encloses the corresponding objects of its child nodes. If the number of objects of a node is between and , then the node is a leaf. The corresponding objects are stored on that leaf node. Otherwise, the node is split and the child nodes will then represent their respective subsets of the objects. Subregions of different nodes can overlap in the R-tree. When building the R-tree, each object is inserted at a leaf node. The appropriate leaf node is found by traversing the R-tree from the root and at each internal node choosing the sub-tree whose covering bounding volume has to be enlarged the least. Once the leaf node is found, then it is necessary to see if the insertion will cause the node to overflow. If this is the case, then it must be split and the 1 primitives are divided between two nodes. This split is then propagated up the tree. The collision detection algorithm that we present in this paper also uses the R-tree data structure for the narrow phase of the collision detection problem. To determine if two objects are colliding, the R-tree hierarchy structure can be used to speed up the calculation of possible surfaces that are candidates for the intersection. At this stage, each object is represented by a R-tree data structure in its own local coordinate system ( Figure 4) . A hierarchical tree is built, grouping neighboring surfaces. The leaf nodes of the R-tree point to the geometry of the surfaces that define the object. Some important properties of the R-tree can be underlined here that contribute to the performance of a collision detection algorithm [2] . At any level of the tree, each primitive is associated with only a single node. In a R-tree all leaf nodes appear on the same level. The depth of a R-tree storing n primitives is (log / log ) O n . The total number of primitives stored in a R-tree equals the number of original primitives.
Held et al. [9] also implemented a collision detection approach that uses the R-tree. However, this approach allows only one moving object, where the static environment is represented in a R-tree structure. It checks for collisions between the moving object and the static environment to determine intersecting polygons.
Collision detection algorithm
The proposed algorithm for the determination of intersecting surfaces between colliding objects in a virtual prototyping scene graph is done in three steps using three software modules ( Figure 5 ): 1) Objects Filter Manager; 2) Surfaces Filter Manager; 3) Polygons Intersection Manager.
The Objects Filter Manager solves the broad phase of the collision detection problem. At this stage, it determines pairs of objects in the scene graph, whose bounding volumes overlap. These pairs of objects are candidates for collision. This step filters pairs of objects that cannot intersect.
The Surfaces Filter Manager and the Polygons Intersection Manager solve the narrow phase of the collision detection problem. These managers determine exactly, for each pair of colliding objects, the intersecting surfaces. 
Objects Filter Manager
The Objects Filter Manager is responsible for solving the broad phase of the collision detection problem. This manager determines possible objects candidates for collisions, filtering objects that cannot collide ( Figure 6 ). The scene graph is represented in the R-tree data structure. Each leaf node of the R-tree stores objects of the neighborhood. These objects are the candidates for collision. Objects from different leaf nodes cannot collide and should not be considered. For each leaf node of the R-tree representing the scene graph, it finds objects candidates for intersection, using the axis-aligned bounding box (AABB) of each object. If a pair of axisaligned bounding boxes do not overlap, then the corresponding two objects cannot intersect and this pair of objects is filtered out. Two objects, O i and O' j , are Figure  7 ). This is determined as the volume that is common to the two axis-aligned bounding boxes. Figueiredo et al. [10] introduced this concept for improving performance in the determination of intersecting polygons. Smith et al.
[11] also use the same concept together with an octree data structure for finding intersecting polygons. Our approach extends the OAABB concept for surfaces, uses the R-tree spatial partitioning representation and parallel computing methods. The OAABB(O i ,O' j ) of the two objects is used in the next step of the collision detection process.
The proposed architecture presented in Figure 6 emphasizes also the possibility of processing each leaf node of the R-tree in parallel. Objects from different leaf nodes of the R-tree cannot intersect. Each leaf node represents a set of objects that is independent of others. In this way, each processor can handle a different leaf node of the R-tree structure, speeding up the process of determining objects which are candidates for collision. 
Surfaces Filter Manager
The Surfaces Filter Manager receives pairs of objects that are candidate for collision from the Objects Filter Manager. It determines candidate surfaces for intersection. A "brute force" implementation for finding pairs of surfaces from the two candidate objects for collision would check for intersection between every AABB of each surface from one object and every AABB of each surface from the other object (Figure 8 ). This approach is of complexity O(n 2 ), where n is the number of surfaces of each object. To achieve a better performance, the algorithm that we propose uses the axisaligned bounding box of each surface and the overlapping axis-aligned bounding box determined in the first step (Figure 9 ), to filter out surfaces that cannot intersect. Consider the use of the OAABB(O i ,O' j ) determined from two candidate objects for intersection. Two surfaces, S k and S' l , are candidate for intersection if they also intersect the OAABB(O i ,O' j ) ( Figure 9 ). Surfaces, whose AABBs do not intersect the OAABB, are filtered out. For the remaining m surfaces of each object, the corresponding AABBs are intersected. Those pairs of surfaces, whose AABBs do not overlap, are filtered out again. This step is also of complexity O(m 2 ), but m is the small number of remaining surfaces of each object. In the example shown in Figures 8 and 9 , there is an overhead of 50% of the "brute force" implementation over the approach based on OAABB. For every pair of surfaces S k and S' l , whose AABBs overlap, it is determined the OAABB(S k ,S' l ) of the two surfaces, to be used in the next step of the collision detection manager. A list of pairs of candidate surfaces for collision and the corresponding OAABB(S k ,S' l ) is the output of the Surface Filter Manager.
The above paragraphs describe the advantage of using the overlapping axis-aligned bounding box over the "brute force" approach. To improve performance furthermore, we also consider the use of the R-tree together with the OAABB concept. As mentioned earlier, each object of the scene graph is represented in its own Rtree data structure, organizing its surfaces in sub-regions ( Figure 10 ). For each pair of objects whose AABB overlap, the corresponding two R-trees are considered. The OAABB(O i ,O' j ) is used to determine the sub-regions of each R-tree that intersect the overlapping axis-aligned bounding box of the two objects. Only the surfaces at the leaf nodes of each of these sub-regions are then considered as candidates for collision. The next step is to intersect the axis-aligned bounding box of each of these surfaces against the OAABB(O i ,O' j ). The AABBs of the remaining surfaces of each pair of objects are then crosschecked for overlapping. Figure 10 . The R-tree of an object is traversed to find surfaces that overlap the OAABB. Figure 11 presents the final architecture of the Surfaces Filter Manager illustrating this procedure. We can also see from the architecture diagram, that the process of filtering surfaces can be distributed to several processors to improve performance. There are two levels of parallel processing that can be accomplished. For each pair of objects, the Surfaces Filter Manager can assign a processor for filtering the surfaces with bounding boxes. For a pair of objects, the task of finding the surfaces that intersect the OAABB(O i ,O' j ) can also be implemented in parallel improving the overall performance.
Polygons Intersection Manager
This manager is responsible for determining precisely intersecting polygons. For every pair of objects candidates for collision, the previous stage determined a set of pairs of surfaces that can possible collide. Finding precisely if two objects intersect, needs checking for collision every pair of polygons from this set of surfaces. Intersecting two polygons is an expensive computational operation. Axis-aligned bounding boxes of each polygon can be used to reduce the number of such operations in a process for filtering polygons (Figure 12 ). Pairs of polygons whose AABBs do not overlap, cannot intersect and are discarded. At this point, the proposed algorithm uses again the overlapping axisaligned bounding box (Figure 13) . Two polygons can possible collide if and only if their AABBs intersect the
Therefore, the first operation accomplished in this stage consists in, testing for each polygon of S k and S' l , if its AABB intersects the OAABB(S k ,S' l ). If there is no intersection, then the corresponding polygon is filtered out. AABBs' pairs of the remaining polygons are then intersected. Those nonintersecting pairs are filtered out. In the end, there is a small number of pairs of candidate polygons for collision. The final step is to proceed with the intersection of pairs of polygons. If there is a pair of intersecting polygons then the corresponding surfaces intersect. A list of colliding surfaces is constructed during this stage.
The polygons intersection manager can also be implemented using parallel processing methods. There P' 1 P' 2 P' 3 P' 4 P' 5 are also two levels of parallel processing that can be accomplished. For each pair of surfaces whose AABBs overlap, the polygons intersection manager assigns a processor for filtering the polygons with bounding boxes. For a pair of surfaces, the task of finding the polygons that intersect the OAABB(S k ,S' l ) can also be implemented in parallel improving the overall performance. 
Results
At present time, only the narrow phase of the surface collision detection algorithm has been implemented in C++. As a result, we have only implemented the Surface Filter Manager and the Polygon Intersection Manager. The current implementation uses the surface knowledge and the OAABB technique with promising results. The Overlapping Axis-Aligned Bounding Box concept is implemented at both the object and the surface levels. Integration of the R-tree data structure is underway to gain further improvement in time for collision detection.
Several experiments have been conducted to evaluate the performance of this approach and the results of one of the experiments, based on a model of a digger, is presented in this section using an AMD Athlon1600+ with 512Mb. In this research, Parasolid geometric kernel was used to extract surface information and to tessellate each surface individually. The individual surfaces and their corresponding polygonal data were stored in a scenegraph (based on the SGI OpenGL Optimizer). In this experiment one static component and a moving component was used to assess the collision timings. The static model comprised of 14 surfaces and 3521 triangles. The moving component comprised of 25 surfaces and 6205 triangles. The moving object had a trajectory where there are several intersecting surfaces between the two models. Table 1 presents results obtained for surface based collisions using the OAABB approach and surface knowledge. Table 2 presents results obtained, when the surface collision detection manager does not use the OAABB concept, for the same objects and trajectories. On average, the use of the OAABB concept reduces the number of AABBs comparisons about forty times. It is shown from Tables 1 and 2 , the contribution of the OAABB concept for the performance of the surface collision detection algorithm. It allows the determination of the intersecting surfaces, about thirty times faster on average. Table 3 shows the results gained from the RAPID [12] collision detection toolkit for the same objects and trajectories. The RAPID toolkit was used for comparison, since this approach presents good performance and functionality [2] , when compared with other publicly available toolkits for collision detection. From Tables 1 and 3 , we can see that our approach is on average fifteen times faster than RAPID. The surface collision detection presented, determines intersecting surfaces, taking advantage of the scene graph structure available from the CAD model. For the simulation of maintenance operations, the application needs to know the intersecting surfaces. Two surfaces intersect if there is one pair of intersecting triangles. The use of the OAABBs, at both the object and surface levels, helps in reducing the number of axis-aligned bounding boxes and triangle tests. On average the RAPID executes 3.5 more OBB tests than the surface collision detection approach executes AABBs. In this case, the OBB tests are about thirty times more expensive than AABBs comparisons [2] . Again, RAPID executes, on average, about thirty times more triangle intersecting tests than the surface collision detection algorithm described. This explains the better performance achieved by the surface collison detection algorithm supported on OAABBs.
Conclusions
Current virtual prototype environments base the collision detection manager on bounding volumes or on polygonal models. The available surface data from the CAD model is not used.
The main contribution of the present paper is the presentation of a faster algorithm for the broad and narrow phases of the collision detection problem that determines precise collisions between surfaces of 3D assembly models in virtual prototype environments. The knowledge of the intersecting surfaces can be used, more effectively, by the constraint-based geometric manager, in the automatic recognition of geometric constraints during user interaction. The algorithm presented in this paper uses the overlapping axis-aligned bounding box and the R-tree data structure for improving performance in both the broad and narrow phases of the collision detection. A "brute force" collision detection algorithm is of complexity O(n 2 ). The use of OAABBs together with the R-tree spatial partitioning representation can significantly improve performance. The proposed approach also has high degree of parallelism to further enhance its performance using parallel processing techniques. 
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