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1 Abgrenzung und Gegenstand 
1.1 Motivation 
Keine Software kommt heute ohne eine ausgebaute IT–Infrastruktur, mit der 
Anbindung an Datenbanken, aus. Die konsequente Ausrichtung der Software, 
aufgrund von technologischen Entwicklungen, ist ein wichtiger Einflussfaktor auf die 
Softwareentwicklung. Die Software soll sich durch Innovation, Flexibilität und 
Dynamik auszeichnen. Diese Diplomarbeit entstand aus der Motivation heraus, hier 
Abhilfe zu schaffen. Mit dieser Diplomarbeit soll bewiesen werden, das es möglich 
ist, die zugrundeliegende Datenbasis von herkömmlicher Dateiorganisation auf 
relationale Datenbanksysteme umzustellen, ohne dabei die komplette Software neu 
zu schreiben.  
 
1.2 Zielsetzung 
Das Dilemma der Softwareentwicklung innerhalb eines Softwarehauses ist, das die 
Entwicklung der Software vom Projektgeschäft abhängig ist. Die Software kann 
nicht über mehrere Wochen oder gar Monate eingefroren werden, um die 
Umstellung auf eine Datenbank durchzuführen. 
 
Die Umstellung soll an einem bestimmten Stichtag durchgeführt werden. Dabei soll 
diese Umstellung automatisch, d. h. nur mit wenigen manuellen Eingriffen, erfolgen. 
Das erfordert die Fertigstellung der Programme, für die Überführung in eine 
relationale Datenbank, im vorhinein.  
 
Hierfür ist erforderlich, dass ein Verfahren entsteht, mit dem es möglich ist, die 
Relationen (Tabellen), automatisch in der relationalen Datenbank, anlegen zu 
lassen. Die IT–Infrastruktur zur Bearbeitung und Pflege der Daten, aus den 
Anwendungen der ERP/PPS Software M.A.S.T, muss ausgetauscht werden. Dieser 
Austausch muss ebenfalls computerunterstützt erfolgen. Die Daten aus dem Cobol–
Dateisystem müssen in die relationale Datenbank übernommen werden. Alle diese 
Schritte müssen automatisiert ablaufen. 
 
Die Software ist nach der „Drei–Schichten–Architektur“ aufgebaut. Die drei 
Schichten unterteilen sich in eine Benutzeroberflächen (GUI) – Schicht, eine 
Fachkonzeptschicht und eine Datenhaltungsschicht. Die Umstellung betrifft die 
Datenhaltungsschicht. Geplant ist die Entwicklung einer flexiblen 
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Datenhaltungsschicht. Hierunter wird die Möglichkeit verstanden, weiterhin mit dem 
bisherigen Dateisystem, als auch mit einer relationalen Datenbank zu arbeiten. Jede 
beliebige relationale Datenbank soll lauffähig sein. Im ersten Schritt ist die 
Umstellung auf Microsoft SQL – Server geplant. In meiner Diplomarbeit beziehe ich 
mich daher, in meinen Beispielen, auf diese Datenbank. Die Dateistrukturen bleiben 
in ihrer jetzigen Form erhalten. Damit ist gemeint, die „heutige“ Dateiorganisation 
bildet die Grundlage der Relationen. Des weiteren werden die Daten untereinander 
nicht verknüpft, d. h. es werden keine Fremdschlüsseleinschränkungen angelegt. Es 
können auch keine Transaktionen in die Software eingepflanzt werden. Nach 
welchen Regeln sollten diese Transaktionen entstehen. 
 
Das Ziel ist es, Lösungswege und –möglichkeiten zu finden, um ein Verfahren zu 
entwickeln, dass die Umstellung eines dateibasierten ERP–Systems auf eine 
relationale Datenbank ermöglicht.  
 
1.3 Inhalte der Diplomarbeit 
Die Kapitel haben folgende Inhalte: 
• Im zweiten Kapitel wird die Firma SRZ Software– und Beratungs GmbH 
beschrieben und die Inhalte der ERP/PPS Software M.A.S.T.  
• Kapitel drei stellt die drei Dateiorganisationsformen von COBOL gegenüber. 
• Im vierten Kapitel wird eine programmtechnische Beschreibung der 
ERP/PPS Software M.A.S.T vorgenommen. 
• Das fünfte Kapitel stellt die unterschiedlichen Datenbanken gegenüber und 
erläutert ausführlich die relationalen Datenbanken. 
• Im Kapitel sechs werden Anforderungen an die Umstellung definiert. 
• Im siebten Kapitel geht es um Lösungsmöglichkeiten zur Abbildung der 
Datenbanktabellen. 
• Das achte Kapitel beinhaltet Lösungsmöglichkeiten zur Realisierung des 
Datenbankzugriffs. 
• Kapitel neun beschreibt die Vorbereitung der Umstellung. 
• Im Kapitel zehn werden die einzelnen Schritte der Umstellung dargestellt. 
• Das elfte Kapitel behandelt die Hardwarevoraussetzungen. 
• Im zwölften Kapitel werden Schlussbemerkungen zu dieser Diplomarbeit 
dargelegt. 
• Die Diplomarbeit endet mit dem Literaturverzeichnis, dem Anhang und der 
Erklärung. 
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2 ERP/PPS – Software M·A·S·T 
2.1 Unternehmen SRZ Software– und Beratungs GmbH 
Die SRZ Software– und Beratungs GmbH zählt zu den Softwareanbietern im 
Bereich des Handels und der mittelständischen Industrie. Das Unternehmen 
beschäftigt sich vorrangig mit der Entwicklung der ERP/PPS – Software M·A·S·T. 
 
2.2 ERP/PPS – Software M·A·S·T im Detail 
2.2.1 Definition ERP 
 
ERP steht für Enterprise Resource Planning und bezeichnet ganzheitliche 
Softwarelösungen, die den betriebswirtschaftlichen Ablauf aller Funktionsbereiche 
eines Unternehmens steuern, kontrollieren und auswerten. Zu den 
Funktionsbereichen zählen Produktion, Vertrieb, Logistik, Finanzen, Personal, 
Verwaltung und andere mehr. 
Die Hauptaufgabe eines ERP–Systems ist es, die Wertschöpfungskette eines 
Unternehmens abzubilden und zu unterstützten. Die Unternehmen benötigen ein 
effizientes Planungs– und Kontrollsystem. In dieses System, werden alle 
Geschäftsprozesse, die sich innerhalb der Wertschöpfungskette befinden, 
einbezogen. Die Geschäftsprozesse sind optimal aufeinander abzustimmen und zu 
automatisieren, um die betriebliche Effizienz zu steigern. Eine große Blockade 
existiert beispielsweise in zahlreichen Insellösungen innerhalb eines Unternehmens 
und den daraus resultierenden Problemen inkompatibler Informationssysteme. Trotz 
aller Innovationen und technischen Entwicklungen der letzten 20 Jahre steht immer 
noch der Mensch, als kritischer Erfolgsfaktor, im Mittelpunkt des Geschehens. Eine 
Vision von ERP ist es, alle Informationen, die in einem Unternehmen anfallen, über 
ein unternehmensweites System zu vereinen, um dadurch einen nahtlosen 
Informationsfluss und einen Austausch von Informationen zwischen den 
verschiedenen Abteilungen und Funktionen eines Unternehmens zu ermöglichen. 
Auf der Grundlage aller Informationen entsteht ein einheitlicher, globaler Überblick 
über das Unternehmen, die Voraussetzung für eine bessere Kontrolle und einer 
effizienteren Entscheidungsfindung durch das Management. Dies ist heute bislang 
noch keine Realität. Bei genauer Betrachtung erstaunt, wie viel noch in den Köpfen 
der Verantwortlichen, auf Papier oder auf von anderen Daten unabhängigen Excel–
Sheets geplant, gesteuert und überwacht wird. 
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Die Wertschöpfungskette eines produzierenden Industriebetriebes, könnte 
folgendes Aussehen haben: Die Unternehmen müssen die Interaktionen mit ihren 
Kunden, wegen des immer stärker werdenden Wettbewerbs, vertiefen. Dem Kunden 
werden Produkte, nach seinen Bedürfnissen, bereitgestellt. Per Datenaustausch mit 
Kunden und Lieferanten werden Aufträge und Bestellungen direkt ins 
unternehmensweite EDV–System übernommen. Fertigungsaufträge werden aus 
diesen Kundenaufträgen übernommen, auf deren Basis erfolgt die 
Betriebsdatenerfassung und die Kalkulation. Nach der Rückmeldung aus der 
Fertigung kann die Lieferung der Waren an den Kunden erfolgen. Aus den 
Auftragsdaten werden Lieferscheine und Rechnungen geschrieben. 
Rechnungsdaten werden an die Finanzbuchhaltung zur weiteren Verarbeitung 
übergeben. Durch den nahtlosen Informationsfluss werden Schwachstellen im 
Unternehmen erkannt und behoben, Produktions– und Lieferzeiten verkürzen sich, 
die Unternehmen arbeiten effizienter. Sämtliche Informationen eines Unternehmens 
werden über ein einziges unternehmensweites Informationssystem 
zusammengefasst. Nicht direkt vorhandene Funktionen werden, durch den 
Datenaustausch mit externen Programmen (CAD, BDE, MS–Office–Produkte, etc), 
realisiert. Dadurch besteht die Möglichkeit der unternehmensübergreifenden 
Integration von Marktpartnern.  
 
Die Realität ist aber, dass ERP–Systeme1 im Sinne wirklicher schnittstellenloser 
Ganzheitlichkeit noch die große Ausnahme darstellen. Schätzungen besagen, dass 
das Kriterium der vollständigen Integration von kaum 15 % aller ERP–
Implementierungen erfüllt wird. Die Unternehmen benutzen für warenwirtschaftliche, 
produktionsplanende oder kommerzielle Aufgaben unterschiedliche IT–Systeme, die 
größtenteils, wenn überhaupt, mit Batch–Schnittstellen miteinander verbunden sind. 
Oft fehlt es auch an Transparenz und Aktualität der Daten, weil viele Informationen 
redundant gehalten und durch die „persönliche Schnittstelle“ an den 
Fachbereichskollegen weitergegeben werden. Daten zur Entscheidungsfindung 
werden oft überhaupt nicht aus den Systemdaten gewonnen, sondern gleich „mit 
der Hand am Arm“ erzeugt, da der Aktualität und Richtigkeit der Systemdaten nicht 
vertraut wird. Daraus lässt sich schließen, Daten werden tatkräftig erfasst, jedoch 
minder tatkräftig ausgewertet. Aber noch weniger werden aus den Ergebnissen der 
Auswertungen Konsequenzen für zukünftige Planungen gezogen. Nach wie vor liegt 
auch ein Problem des kaum Benutzens von Schnittstellen nicht an der Technik, 
sondern an den „Schranken“ der Fachbereiche. Beispielsweise ist bei der 
                                                          
1 Siehe Strickert, IT Produktion, I/2005, S. 8ff 
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Integration von ERP– und CAD–Systemen zu erkennen, dass der Konstrukteur sich 
weigert, Konstruktionsdaten bereits unter Berücksichtigung der technologischen 
Anforderungen zu erweitern, da andere Abteilungen von den Ergebnissen seiner 
Arbeit profitieren könnten. 
 
 
Abbildung 1: ERP–Systeme in der Industrie 
 
Merkmale, die ein ERP–System kennzeichnen, sind: 
• Eine gemeinsame Datenbasis dient zur Abbildung und Unterstützung der 
Wertschöpfungskette eines Unternehmens 
• Die Grenzen zwischen den verschiedenen Abteilungen eines Unternehmens 
werden überwunden 
• Durchführung des Datenaustausches mit externen Programmen 
 
Bei der ERP/PPS – Software M·A·S·T erfolgt dies in den Modulen 
Produktionsplanung und –steuerung, Vertrieb, Einkauf und Materialwirtschaft. Die 
Bereiche Finanzbuchhaltung, Kostenrechnung, Anlagenbuchführung und 
Personalwesen sind ebenfalls integriert und werden von einem Softwarepartner der 
Firma SRZ Software– und Beratungs GmbH entwickelt. Über eine EDM / PDM – 
Schnittstelle lassen sich CAD–Systeme integrieren. ERP–Software unterscheidet 
sich von anderen betriebswirtschaftlichen EDV–Programmen durch einen 
integrierenden Ansatz. Man versucht jeweils das ganze Unternehmen mit seiner 
Aufbau– und Ablauforganisation IT – mäßig abzubilden. Während übrige Software 
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funktional orientiert ist, arbeiten ERP–Programme prozessorientiert. 
Zusammenfassend lässt sich sagen, dass ERP–Systeme, den Informationsfluss von 
Unternehmen, als Ganzes, erfassen, darstellen und abbilden. 
 
2.2.2 Funktionen der ERP/PPS Software M.A.S.T  
 
Abbildung 2: ERP/PPS Software M·A·S·T 
 
Das ERP/PPS – System M·A·S·T ist eine speziell für den Mittelstand, aber auch für 
Kleinunternehmen, konzipierte Softwarelösung. Die Software beinhaltet die Module 
Produktionsplanung und –steuerung, Auftragsabwicklung/Vertrieb, Einkauf und 
Materialwirtschaft.   
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Abbildung 3: Modul Produktionsplanung und –steuerung 
 
Das Modul Produktionsplanung und –steuerung ist der Kern einer modernen und 
praxisorientierten Fertigungssteuerung. Fertigungsaufträge können aus 
Kundenaufträgen übernommen oder auch neutral eingelastet werden. Somit 
werden, sowohl die auftragsbezogene Fertigung als auch die anonyme 
Serienproduktion abgedeckt. Bei der auftragsbezogenen Fertigung übernimmt das 
System die bereits beim Kundenauftrag oder auf Angebotsebene generierten 
Stücklisten und Arbeitspläne. Die Auftragsstückliste kann jederzeit bearbeitet und 
geändert werden. Bei der anonymen Fertigung greift das System auf die Standard–
Stücklisten und –Arbeitspläne zurück, die bei der Einlastung auftragsbezogen 
geändert werden können. Auf Basis der eingelasteten Fertigungsaufträge erfolgt die 
Betriebsdatenerfassung. Dies führt zu einer mitlaufenden Kalkulation und schließlich 
zur Nachkalkulation. 
 
 
Abbildung 4: Modul Auftragsabwicklung/Vertrieb 
 
In der heutigen Zeit ist ein schnelles Reagieren auf Kundenwünsche unabdingbar. 
Mit dem Modul Auftragsabwicklung/Vertrieb wird der komplette Verkauf abgewickelt, 
von der Anfrage über das Angebot, die Auftragsbestätigung, den Lieferschein bis 
hin zur Rechnung. Der Anwender hat den Zugang zu allen wichtigen Daten und 
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Funktionen der Auftragsabwicklung und ist jederzeit in der Lage, schnell und flexibel 
auf die Wünsche seiner Kunden zu reagieren. 
 
 
 
Abbildung 5: Modul Einkauf 
 
Verzögerungen oder gar Ausfälle verursachen unnötige Kosten. Daher ist eine 
optimierte, termingerechte, aber vor allem eine kostengünstige Beschaffung 
fehlender Artikel, mit dem Modul Einkauf, möglich. 
 
 
 
Abbildung 6: Modul Lagerführung 
 
Eine ordnungsgemäße Lagerführung bildet die Grundlage für exakte Datenbestände 
in allen Funktionsbereichen. Die Bestandsbewertung, sowohl für Lager– und/oder 
Bestellteile, liefert exakte Daten für eine tägliche Liquiditätskontrolle. M·A·S·T bietet 
die Möglichkeit, Artikel gleichzeitig auf mehreren Lagerorten zu führen. 
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2.2.3 ER–Datenmodell am Beispiel der Auftragsbearbeitung 
 
Der jetzige Funktionsumfang der ERP/PPS – Software M·A·S·T dient als Vorgabe. 
Nun erfolgt der Entwurf der Datenbank aus Datensicht. Auf Grundlage der jetzigen 
Dateiorganisation erfolgt die Entwicklung des konzeptionellen Schemas2. Dateien 
und Beziehungen werden unabhängig vom konkret eingesetzten Datenbanksystem 
dargestellt. Für jede vorhandene Datei wird eine Entität gebildet und aus der 
Dateistruktur werden die Attribute abgeleitet. Die Beziehungen wurden, aufgrund 
der Funktionen innerhalb der ERP/PPS – Software M·A·S·T, definiert. Dieses 
konzeptionelle Schema wurde, mit dem CASE–Tool ERWIN der Firma CA, erstellt. 
Dieser Diplomarbeit ist ein Ausschnitt, dieses konzeptionellen Schemas, beigefügt. 
Im Mittelpunkt dieses Datenmodells stehen die Auftragsköpfe (KFK) und die 
Auftragspositionen (KFP). Das Modell ist in Spalten aufgeteilt. Die Spalten 1 bis 3 
beziehen sich auf Entitäten, die mit den Auftragsköpfen, in Beziehung stehen. Der 
Bereich in der Mitte, unterhalb der „KFK“ und „KFP“, beinhaltet die Entitäten, die 
Beziehungen zu beiden Bezugsobjekten haben. Die hinteren drei Spalten beziehen 
sich auf Entitäten, die mit den Auftragspositionen, in Beziehung stehen. 
Untereinander sind ebenfalls Beziehungen vorhanden. Innerhalb dieses Modells 
sind die Beziehungen nach der Wichtigkeit sortiert. Bei den ersten drei Spalten sieht 
dies folgendermaßen aus: 
1. Beziehungen, die unbedingt existieren müssen 
2. Beziehungen, die vorhanden sein können 
3. Beziehungen, die sich im weiteren Verlauf ergeben  
Die hinteren drei Spalten, sind nach den gleichen Regeln, aufgebaut.  
 
Dieses ER–Datenmodell zeigt, wie später einmal, die referenzielle Integrität, 
aussehen wird. Zur eindeutigen Identifizierung von Entitäten werden künstliche 
Schlüssel eingesetzt. Über diese Schlüsselattribute können die Beziehungen auf 
einfache Art und Weise hergestellt werden. Dies ist mit den jetzigen Datenstrukturen 
nicht der Fall, da die Schlüssel meist aus mehreren Feldern bestehen. 
 
                                                          
2 Siehe Faeskorn-Woyke, Datenbanken und Informationssysteme (Einführung in die Grundbegriffe 
der Datenbanken), S. 35 
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2.3 Entwicklungsumgebung Net Express und 
Programmiersprache Cobol 
 
Die ERP/PPS – Software M·A·S·T wurde mit der Entwicklungsumgebung Net 
Express der Firma Micro Focus entwickelt. Die Programmierung erfolgte in COBOL. 
COBOL (Common Business Oriented Language) ist eine problemorientierte 
Programmiersprache, die hauptsächlich für kommerzielle betriebswirtschaftliche 
Anwendungen gedacht ist, wo große Datenmengen verarbeitet werden. 
 
Die Software ist lauffähig wahlweise unter den Betriebssystemen: 
• Windows 98 / Windows NT / Windows 2000 / Windows XP 
• Linux, Unix 
 
Das Runtime–System der Entwicklungsumgebung Net Express besteht aus 
einzelnen Komponenten. Für die Umwandlung von SQL–Anweisungen ist ein 
Precompiler vorhanden. Dieser dient als Schnittstelle zur Datenbank. An diesem 
Punkt treffen unterschiedliche Welten aufeinander. Während die Dateiverarbeitung 
innerhalb von Programmiersprachen, wie COBOL, satzorientiert arbeiten, verfolgt 
die relationale Datenbank das Ziel, die Daten mengenorientiert zur Verfügung zu 
stellen. Komponenten im COBOL–Runtime–System bilden die Schnittstelle 
zwischen den COBOL–Programmen und der relationalen Datenbank. Ein 
„Resultset“ (Abfrageergebnis) aus der relationalen Datenbank wird dem COBOL–
Anwendungsprogramm zurückgeliefert. Die Art, wie die Anwendung mit dem 
Resultset arbeiten kann, hängt von dem Typ des Cursors ab, der für das 
Abfrageergebnis verwendet wurde. Unter einem Cursor versteht man einen 
Mechanismus für die Arbeit mit den Zeilen und Spalten eines Resultsets. Er erlaubt 
der Anwendung sich durch die Zeilen und Spalten eines Resultsets zu bewegen 
(vorwärts oder rückwärts). Dies hat zur Folge, das ein mehr Zeilen umfassendes 
Abfrageergebnis wieder satzorientiert verarbeitet wird. Auch bei einer „Select“–
Anweisung wird implizit ein Cursor deklariert. Die mengenorientierte Arbeitsweise 
der relationalen Datenbank kann bei einer „Update“– oder „Delete“–Anweisung 
genutzt werden.  
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3 Dateiorganisation in Cobol 
Unter einer Datei wird eine Ansammlung gleichartiger Datensätze verstanden.  
Beispiel: Den Kunden identifizierende Daten, wie Kundennummer, Name, Anschrift, 
usw., werden in der Kundendatei gespeichert. 
In der Programmiersprache Cobol werden drei Arten von Dateien unterschieden: 
 
• Sequentielle Dateien3 
Bei sequentieller (= serieller = starr fortlaufender) Speicherung werden die 
Sätze auf hintereinander liegenden Speicherplätzen abgelegt. Die Datensätze 
können nur in der Reihenfolge ihrer Speicherung verarbeitet werden. Der Zugriff 
auf solche Daten ist immer sequentiell. 
• Index – sequentielle Dateien4 
Bei index– sequentieller Speicherung werden die Sätze in einer Hauptdatei 
sequentiell abgelegt. Zusätzlich wird vom Dateiverwaltungssystem mindestens 
ein Index (=Inhaltsverzeichnis) angelegt, in die Schlüssel und die Adressen der 
Speicherplätze, wo die entsprechenden Datensätze abgelegt sind, angelegt. 
Eine indizierte Datei kann mit Hilfe der folgenden Zugriffsformen verarbeitet, 
bzw. gelegen werden: 
1. Sequentieller Zugriff: 
Vom Dateianfang werden die Datensätze in aufsteigender Schlüsselfolge 
verarbeitet. 
2. Wahlfreier Zugriff: 
Nach dem Füllen des Inhaltes des Schlüsselfeldes greift das 
Dateiverwaltungssystem direkt auf diesen Datensatz in der Hauptdatei zu. 
3. Dynamischer Zugriff: 
Von einem bestimmten Anfangspunkt an werden die Datensätze in 
aufsteigender Schlüsselfolge verarbeitet. 
• Relative Dateien5 
Bei relativen Dateien erzeugt ein Dateiverwaltungssystem einen Dateibereich 
auf einer Festplatte und unterteilt ihn in einzelne Teilbereiche, in denen jeweils 
ein Datensatz gespeichert werden kann. Für jeden dieser Datensätze wird eine 
relative Satzadresse vergeben, d. h. relativ in Bezug auf den Dateianfang. Es 
wird direkt über diese Satzadresse auf den Satz zugegriffen. 
 
                                                          
3 Siehe Hansen/Göpfrich, Wirtschaftsinformatik II, S. 143 
4 Siehe Hansen/Göpfrich, Wirtschaftsinformatik II, S. 232 
5 Siehe Hansen/Göpfrich, Wirtschaftsinformatik II, S. 206 
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4 Programmtechnische Beschreibung der 
ERP/PPS Software M.A.S.T 
4.1 Anzahl und Art der Dateien 
Daten sind Informationen in maschinell verarbeitbarer Form. In COBOL–
Programmen werden die Daten, durch eine schrittweise Detaillierung der einzelnen 
Teilkomponenten, beschrieben. Diese „Datenteile“ bezeichnet man als 
Datenelemente. In der ERP/PPS – Software M·A·S·T gibt es ca. 600 verschiedene 
index–sequentielle Dateielemente. Der überwiegende Teil dieser Datenelemente 
wird in Parameter–, Stamm–, Bestands– und Bewegungsdaten unterschieden. 
Parameterdaten beinhalten Steuerdaten6, welche den Ablauf der 
Datenverarbeitungsvorgänge, in der ERP/PPS – Software M·A·S·T, bestimmen. 
Stammdaten7 dienen der Identifizierung, Klassifizierung und Charakterisierung von 
Sachverhalten und bleiben über einen längeren Zeitraum hinweg unverändert. In 
der ERP/PPS – Software M·A·S·T zählen beispielsweise Artikel, Stücklisten, 
Arbeitsplätze, Arbeitspläne, Kunden und Lieferanten zu den Stammdaten. 
Bestandsdaten8 kennzeichnen die betriebliche Mengen– und Wertestruktur. Durch 
das Betriebsgeschehen unterliegen sie einer systematischen Änderung, welche 
durch die Verarbeitung der Bewegungsdaten bewirkt wird. Die Lagerbestände auf 
einzelnen Lagerorten zählen beispielsweise zu den Bestandsdaten. 
Bewegungsdaten9 entstehen immer wieder neu durch die betrieblichen 
Leistungsprozesse, sie fließen laufend in die Vorgänge der Informationsverarbeitung 
ein und bewirken dabei eine Veränderung der Bestandsdaten. Die Entnahme von 
Artikeln aufgrund von Kundenaufträgen ist ein Beispiel für die Entstehung von 
Bewegungsdaten. 
 
Des weiteren werden innerhalb der ERP/PPS – Software M·A·S·T, temporäre 
Daten verarbeitet. Sie entstehen in Form von Ausgabedaten und dienen der 
weiteren Verarbeitung durch Microsoft–Programme, wie beispielsweise Excel und 
für kundenindividuelle Berichte mit Crystal Reports. Im Gegensatz zu den 
Parameter–, Stamm–, Bestands– und Bewegungsdaten werden die temporären 
Daten nicht auf Serverlaufwerken, sondern auf lokalen Festplatten der Arbeitsplätze 
gespeichert. Entstehen neue Daten, wird die Datei beim „Eröffnen“, neu angelegt, d. 
                                                          
6 Siehe Hansen, Wirtschaftsinformatik I, S. 108 
7 Siehe Hansen, Wirtschaftsinformatik I, S. 109 
8 Siehe Hansen, Wirtschaftsinformatik I, S. 109 
9 Siehe Hansen, Wirtschaftsinformatik I, S. 109 
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h. die alte Datei wird gelöscht. Es gibt ca. 200 temporäre Dateien innerhalb der 
ERP/PPS – Software M·A·S·T. 
 
4.2 Aufbau der Programme und Beschreibung der 
Programmstrukturen 
Anhand des Programms „Auftragsarten verwalten“ wird der typische Aufbau der 
ERP/PPS – Software M·A·S·T (Fachkonzeptschicht) beschrieben. Das Programm ist 
stark gekürzt und enthält im wesentlichen nur die Elemente, die anschließend 
erläutert werden. 
     IDENTIFICATION DIVISION. 
     COPY ANSIDENT. 
  
     ENVIRONMENT DIVISION. 
      COPY ANSENV. 
      COPY C–AATSE.    Dateibeschreibung 
     * 
     data division. 
      COPY ANSDATA. 
      COPY C–AATFD.    Dateistruktur 
     * 
     copy C–WORKCP. 
     * 
     78 w–pgmep             VALUE "P91037". 
     * 
      COPY C–AATWK.    Arbeitsfelder 
      COPY ANSWORK. 
     * 
      COPY C–PROCE. 
     * 
     STEUER SECTION. 
     ST–00. 
          PERFORM INIT–MOD. 
          PERFORM MAIN–MOD. 
          PERFORM FINA–MOD. 
     ST–99. 
          EXIT PROGRAM. 
          stop run. 
     * 
     INIT–MOD SECTION. 
     IN–00. 
          move "PPS"   to w–pps. 
     * 
          perform prog–start–input. 
     * 
          move 1  to bl–unr. 
     * 
          perform kopf–zeile. 
     * 
          move file–open    to file–io. 
          move open–i–o     to aat–open. 
          perform aatio. 
     * 
      IN–99. 
          EXIT. 
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          COPY ANSMAIN. 
          IF W–LOK EQUAL "N"   GO TO MA–99. 
     MA–10. 
          perform verwalten. 
     MA–99. 
          EXIT. 
     * 
          COPY ANSFINA. 
     FA–10. 
          move file–close     to file–io. 
          perform aatio. 
     * 
         copy C–PRGEND. 
     * 
     fa–99. 
          EXIT. 
     * 
     verwalten section. 
     ve–00. 
     * 
     *   Laden und Erzeugen von Eingabemasken. 
     * 
     *   Verwalten und Steuern der Bildschirm–Eingaben. 
     * 
     ve–10. 
          move w–aat–art        to aat–art, w–artstd. 
          move w–land          to aat–land. 
     * 
          move file–read–1–with–lock to file–io. 
          perform aatio. 
     * 
     * Weitere Anweisungen und weitere Bildschirm–Eingaben 
     * 
     * 
          if neuanlage 
             move file–write      to file–io 
          else 
             move file–rewrite     to file–io. 
     * 
          perform aatio. 
     * 
          go to ve–00. 
     * 
     ve–99. 
          exit. 
     * 
     * 
     loeschen section. 
     lo–00. 
          perform loeschen–janein. 
     * 
          if w–ent not = "J"      go to lo–99. 
     * 
          move file–delete    to file–io. 
          perform aatio. 
     lo–99. 
          exit. 
     * 
     * Weitere "Copy" – Elemente 
     * 
      COPY C–AATIO.    Dateizugriffe   
Abbildung 7: Programm Auftragsarten verwalten 
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COBOL–Programme unterteilen sich in vier Teile. Im Erkennungsteil werden 
Angaben zur Kennzeichnung des Programms gemacht. Dieser Teil beginnt mit der 
Bezeichnung „IDENTIFICATION DIVISION“.  
Die „ENVIRONMENT DIVISION“ ist der zweite Teil obligatorische Teil eines jeden 
COBOL–Programms. Er wird auch als Maschinenteil bezeichnet und enthält die 
Beschreibung der für die Programmumwandlung und –ausführung vorgesehenen 
Zentraleinheiten und Angaben über die externen Datenträger (Dateien) und 
Peripheriegeräte (Drucker). 
Im dritten Teil, der „DATA DIVISION“, werden alle im Prozedurteil zu verarbeitenden 
Daten beschrieben werden. Im Bereich der „FILE SECTION“ wird jede Datei in ihrer 
logischen Struktur beschrieben. Der Bereich der „WORKING–STORAGE SECTION“ 
beinhaltet die Arbeitsvariablen. 
Der vierte Teil ist der Prozedurteil und beginnt mit „PROCEDURE DIVISION“. Er 
enthält die einzelnen Verarbeitungsschritte, die den Lösungsalgorithmus bilden und 
stellt den eigentlichen Kern des Programms dar. Im Programm „Auftragsarten 
verwalten“ befindet sich dieses Schlüsselwort in dem Copy–Element „C–PROCE“. 
Copy–Elemente haben die Aufgabe Programmcode in separaten Dateien zu 
speichern. Bei der Kompilierung der Programme werden diese Copy–Elemente 
aufgelöst, d. h. an der entsprechenden Stelle in den Programmcode eingefügt.  
 
Typisch für die Programme der ERP/PPS – Software M·A·S·T ist, das im 
Prozedurteil die Verarbeitungsschritte über die „STEUER SECTION“ laufen. Diese 
„STEUER SECTION“ ruft die Kapitel (SECTIONS) über die Anweisung „PERFORM“ 
auf. Ist das erste Kapitel „INIT–MOD SECTION“ abgearbeitet, wird in der „STEUER 
SECTION“ das nächste Kapitel „MAIN–MOD SECTION“ aufgerufen und 
anschließend das Kapitel „FINA–MOD SECTION“. Das Programm endet mit den 
Anweisungen „EXIT PROGRAM“ und „STOP RUN“. Innerhalb der „INIT–MOD 
SECTION“ werden Routinen zum Erzeugen der Windows–Fenster aufgerufen und 
die Dateien werden geöffnet. Das Kapitel „MAIN–MOD SECTION“, versteckt in der 
Copy–Datei „ANSMAIN“, ruft das Kapitel „VERWALTEN“ auf. Hier werden neue 
Auftragsarten angelegt, bestehende Auftragsarten geändert oder gelöscht. In der 
„FINA–MOD SECTION“, versteckt in der Copy–Datei „ANSFINA“, werden 
beispielsweise Routinen zum Starten von Crystal Reports aufgerufen und die 
Dateien werden geschlossen. 
 
Die zu verarbeitenden Dateien werden an unterschiedlichen Stellen im Programm, 
durch eine schrittweise Detaillierung der einzelnen Teilkomponenten, beschrieben. 
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Für jede Datei werden verschiedene Copy–Dateien definiert. Hierbei ist sehr wichtig, 
dass sich unmittelbar an dem externen Namen erkennen lässt, für welche Datei die 
Copy–Datei ist. Der Name beginnt mit „C–“, es folgt ein dreistelliges „Kürzel“ und 
eine Kennzeichen (SE, FD, WK und IO). Bei dem dreistelligen „Kürzel“ handelt es 
sich um die Dateiidentifikation. Diese Namen müssen eindeutig sein, da die 
Tabellen in der relationalen Datenbank dieses „Kürzel“ als Tabellennamen 
bekommen. Das Kennzeichen beschreibt wiederum, um was für einen Typ von 
Copy–Datei es sich handelt.  
 
Hierbei wird zwischen folgenden Standarddateien unterschieden: 
1. C–...SE  ? Beschreibungen der Dateien 
2. C–...FD  ? Beschreibungen der Dateistrukturen  
3. C–...WK  ? Beschreibungen der physikalischen Dateinamen,  
Dateistatusfelder, Arbeitsfelder (Matchcode) 
4. C–...IO  ? Beschreibungen der Dateizugriffe 
 
Alle diese Zugriffsdateien stellen die Datenhaltungsschicht dar. Für die 
Auftragsarten mit dem „Kürzel“ AAT sind das: 
1. C–AATSE  ? Dateibeschreibung 
2. C–AATFD  ? Dateistruktur 
3. C–AATWK  ? Arbeitsfelder 
4. C–AATIO  ? Dateizugriffe 
 
   $if database defined 
   $else 
      select d9165 assign     to file–id–aat 
            organization  is indexed 
            access mode   is dynamic 
            lock mode    is manual with lock on  
                       record 
            record key   is aat–key1 
            alternate record key is aat–key2 = 
                       aat–bezeichnung 
                       aat–land 
                       aat–art 
            file status  is aat–status. 
   $end 
Abbildung 8: Dateibeschreibung der Auftragsartendatei (C–AATSE) 
 
Der auf das Schlüsselwort „SELECT“ folgende Dateiname „d9165“ kann in jedem 
Programm nur einer einzigen Datei zugeordnet werden. Zu jedem Dateinamen 
muss in der „DATA DIVISION“ eine Dateibeschreibung vorhanden sein. Das 
Schlüsselwort „ASSIGN TO“ kennzeichnet den physikalischen Namen der Datei auf 
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der peripheren Einheit. Der Name befindet sich in der Variablen „file–id–aat“, die in 
der Copy–Datei „C–AATWK“ beschrieben ist. Das Schlüsselwort „ORGANIZATION“ 
beschreibt die Dateiform. Es handelt sich hier um eine index–sequentielle Datei mit 
dynamischen Zugriff. Der „LOCK MODE“ beschreibt den Sperralgorithmus. In 
diesem Fall manuell mit Sperre des im Zugriff befindlichen Datensatzes. Weiter 
werden der Primärschlüssel und der alternative Schlüssel definiert. Die letzte 
Klausel enthält ein Statusfeld. Dieses Statusfeld wird bei jedem Dateizugriff gesetzt. 
Im Fehlerfall kann über diesen Wert eine entsprechende Fehlermeldung erzeugt 
werden. 
 
   $if database defined 
   $else 
     fd d9165. 
     01 r9165. 
         05 aat–key1. 
         10 aat–art          pic xxx. 
         10 aat–land          pic 99. 
         05 r9165–satz. 
         10 aat–bezeichnung    pic x(20). 
         10 aat–txt1           pic x(30). 
         10 aat–teilrechnung   pic x. 
         10 aat–filler         pic x(9). 
   $end 
Abbildung 9: Dateistruktur der Auftragsartendatei (C–AATFD) 
 
Jeder Datensatz wird mit Hilfe einer Datenbeschreibung weiter untergliedert. 
Tatsächlich wird der Datensatz nicht innerhalb der Datei „C-AATFD“, sondern 
innerhalb der Datei „C-AATT1“, beschrieben. Die Datei „C-AATT1“ ist innerhalb der 
Datei „C-AATFD als Copy-Element eingebunden. Zugunsten der Übersichtlichkeit 
wurde hier das Copy-Element aufgelöst. Die Datenbeschreibung besteht aus den 
vier Elementen: 
1. Stufennummer 
2. Datenname (Name des Datenfeldes) 
3. Feldattribute (PICTURE – Klausel) 
4. Zusatzklauseln 
 
In COBOL gibt es drei verschiedene Feldattribute: 
1. Alphabetische Daten, z. B. PIC A(10) 
2. Numerische Daten, z. B. PIC 9(9)V99 
3. Alphanumerische Daten, z. B. PIC X(30) 
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Aufgrund der Datensatzbeschreibung wird im Hauptspeicher ein spezieller  
Dateipuffer reserviert, über den das COBOL–Programm mit der Datei kommuniziert.  
 
    01 file–id–aat. 
       05 file–name         pic x(10) value "K9165.DAT". 
    01 aat–status. 
       05 aat–status–1        pic x. 
        88 aat–ok         value "0". 
       05 aat–status–2        pic x. 
    01 aat–open           pic 9. 
    01 w–aat–keytab. 
       05 w–aat1           pic xxx  occurs 100. 
       05 w–aat2           pic x(20) occurs 100. 
    01 w–aat–s1           pic x. 
Abbildung 10: Arbeitsfelder der Auftragsartendatei (C–AATWK) 
 
Die unbedingt benötigten Arbeitsfelder sind die Variablen „file–id–aat“ und „aat–
status“. Diese werden im „Select“ verwendet. Die Variable „file–id–aat“ beinhaltet 
den physikalischen Dateinamen. Die Variable „aat–status“ definiert ein zweistelliges 
Statusfeld. Über die Variable „aat–open“ wird der Eröffnungsmodus für die 
Auftragsartendatei gesteuert. Die Variablen „w–aat1“ und „w–aat2“ werden für den 
Matchcode verwendet und „w–aat–s1“ ist ein weiteres Statusfeld.  
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    aatio section. 
    io–00. 
        move space       to s1, w–lok. 
        evaluate file–io 
          when file–read–1 
            read d9165 invalid move "*" to s1 
             end–read 
          when file–read–1–with–lock 
             read d9165 with lock invalid move "*" to s1 
             end–read 
          when file–read–next 
             read d9165 next end move "*"  to s1 
             end–read 
          when file–read–previous 
             read d9165 previous end move "*" to s1 
             end–read 
          when file–rewrite 
             rewrite r9165 invalid move "*" to s1 
             end–rewrite 
          when file–write 
             write r9165 invalid move "*" to s1 
              end–write 
          when file–delete 
             delete d9165 record invalid move "*" to s1 
             end–delete 
          when file–start–1 
             start d9165 key not < aat–key1 invalid move "*"  
            to s1 
             end–start 
          when file–unlock 
             unlock d9165 
          when file–close 
             if aat–open = file–opened 
             close    d9165 
             end–if 
          when file–open 
             if aat–open = open–i–o 
             open i–o  d9165 
              if aat–ok  move file–opened to aat–open 
              end–if 
        end–evaluate. 
        if s1 = "*"       go to io–99. 
        copy C–AATVB. 
    io–80. 
        if aat–ok        go to io–99. 
        if aat–status = netstat–57 
           move record–locked    to aat–status. 
        if aat–status = record–locked  go to io–99. 
    io–90. 
        call "FSTATUS" using aat–status–1 aat–status–2 
        file–id–aat. 
        cancel "FSTATUS". 
        copy C–IOERR. 
    io–99. 
        exit. 
Abbildung 11: Dateizugriffe auf die Auftragsartendatei (C–AATIO) 
 
Sämtliche Dateizugriffe werden in der Copy–Datei „C–AATIO“ verwaltet. Die hier 
abgebildete Datei ist gekürzt. Welcher Dateizugriff ausgeführt wird, steuert die 
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Variable „file–io“. Diese Variable wird im eigentlichen Rahmenprogramm gefüllt, zum 
Beispiel „move file–read–1–with–lock to file–io“. In der Copy–Datei wird diese 
Fallunterscheidung über den „evaluate“–Befehl unterschieden. 
 
Für den Zugriff auf die Dateien, sowie auf einzelne Datensätze stehen verschiedene 
Dateizugriffe zur Verfügung. 
 
Dateizugriffe auf Dateien und einzelne Datensätze 
Open Öffnen der Datei 
Close Schließen der Datei 
Start Positionieren des Satzzeigers 
Read /  
Read next / Read previous
Lesen eines Datensatzes /  
vorwärts lesen / rückwärts lesen 
Write Schreiben eines Datensatzes 
Rewrite Überschreiben eines bereits bestehenden Datensatzes 
Delete Löschen eines Datensatzes / einer Datei 
Tabelle 1: Zugriffsarten auf Dateien  
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5 Datenbanken 
5.1 Die Grundbegriffe von Datenbanken 
 
In einer Datenbank werden Daten gesammelt, die allen Anwendungen zur 
Verfügung stehen und in der die Daten nach einheitlichen Regeln gespeichert 
werden. Die Datenbank wird üblicherweise von einem 
Datenbankverwaltungssystem (DBMS) verwaltet. Unter einem DBMS versteht man 
ein Softwaresystem zur Verwaltung der Datenbasis. Hierzu gehören z. B. das 
Definieren der Daten, Maßnahmen zur Sicherung der Datenintegrität und 
Funktionen zur Abfrage und Aktualisierung der Daten. Ein DBMS zusammen mit 
einer oder mehreren Datenbanken nennt man Datenbanksystem (DBS). Daten, 
welche die Datenbasis (Tabellenstrukturen, Bedeutung des Datenmodells, 
Beziehungen der Daten untereinander und Integritätsbedingungen), definieren, 
werden im Data Dictionary (DD) gespeichert. Das grundlegende Element einer 
Datenbank ist der Datensatz. Aus einer gewissen Anzahl von Datensätzen wird eine 
Tabelle gebildet. Mehrere Tabellen, die zu einer Gesamtheit zusammengefasst und 
untereinander verknüpft werden, sind dann eine Datenbank. 
  
Jeder Datensatz (Zeile, Tupel) wird in einzelne Datenfelder (Spalte, Attribut) 
untergliedert. In Datenfeldern können Daten unterschiedlichster Art gespeichert 
werden, z. B. Text, Zahlen, Daten, Bilder, Ton– und Videoinformationen etc. Hier 
gibt es eine Vielzahl unterschiedlichster Feldattribute, im Vergleich zu den 
Feldattributen im COBOL–Dateisystem. Bei Datenbanken gibt es wie bei den 
COBOL–Dateien Speicherstrukturen, um den Zugriff auf die Daten zu 
beschleunigen und zu einem Suchkriterium die passenden Datensätze aus der 
Datenbank zu holen.  
 
Die wichtigsten Speicherstrukturen10 sind: 
• HEAP 
Die HEAP–Struktur ist die sequentielle Speicherung der Daten in der 
Reihenfolge der Eingabe. Die Daten werden in Blöcken nacheinander abgelegt, 
die als lineare Liste miteinander verkettet sind. 
                                                          
10Siehe Faeskorn-Woyke, Datenbanken und Informationssysteme (Datenbanksicherheit, physikalische 
Speicherstrukturen und Datenbanken im Internet), S. 11  
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• ISAM 
Die ISAM–Speicherstruktur war die erste Speicherstruktur, die einen effizienten 
Lesezugriff ermöglichte. Die Grundlage bildet ein Index. In einem Index 
(Inhaltsverzeichnis) werden die Adressen zu den Werten gespeichert. In einem 
dichten Index befinden sich alle Datensatzadressen, in einem dünnen dagegen 
nur wenige ausgewählte Datensatzadressen. In Primärindizes wird die 
physikalische Anordnung der indizierten Datei festgelegt und im Sekundärindex 
stehen zusätzliche Zugriffsmöglichkeiten zur Verfügung. 
• B–TREE 
Bei Binärbäumen handelt es sich um eine effektive Suchstruktur für den 
Hauptspeicher.  
• HASH 
Bei der Speicherung im HASH–Verfahren, werden die Schlüsselwerte eines 
Datensatzes mit Hilfe eines Algorithmus direkt in die physikalische Adresse 
umgerechnet. 
 
Es handelt sich um eine Datenbank, wenn sie folgende Eigenschaften erfüllt: 
1. Sie enthält eine große Menge von Daten, die aus Sicht des Benutzers 
zusammengehören.  
2. Diese Daten sind nach bestimmten Merkmalen und Regeln erfasst, geordnet 
und abgelegt.  
3. Der Zugriff auf die Daten und deren Änderung ist ohne großen Aufwand für 
autorisierte Personen möglich.  
 
5.2 Dateisysteme und Datenbanken im Vergleich  
 
Die bisherigen Datenstrukturen, wie sie im COBOL–Dateisystem definiert sind, 
werden bei der Umstellung auf die relationale Datenbank „eins zu eins“ 
übernommen. Damit ist gemeint, dass für sämtliche Dateien, Tabellen angelegt 
werden. Aus den einzelnen Datensatzbeschreibungen, werden die entsprechenden 
Spalten entnommen und in den jeweiligen Tabellen angelegt.  
 
Die Verwaltung von Daten in einem COBOL–Dateisystem und einem DBMS ist aber 
keineswegs gleich. Unterschiede gibt es hinsichtlich des Definierens von Daten, 
Durchsetzen der Datenintegrität und dem Bearbeiten der Daten.  
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5.2.1 Definieren von Daten zentral im DBMS11 
In einer konventionellen (d. h. nicht zu einer Datenbank gehörenden) Datei muss 
jedes Programm das Layout der Felder in Form von Datensatz – Beschreibungen 
enthalten. Die Datenbank dagegen benutzt die Datendefinitionssprache (Data 
Definition Language, DDL) zur Beschreibung der Relationen und speichert 
Informationen über Datenbanktabellen in einer Reihe von Systemtabellen. Jedes 
Programm, das auf eine Datenbanktabelle verweist, hat automatisch Zugriff auf die 
Definition der Tabelle. 
5.2.2 Durchsetzen der Datenintegrität12 
Bei Verwendung eines Dateisystems muss jedes Programm, das Datensätze 
aktualisiert, eine Überprüfung auf zulässige Werte in den Feldern vornehmen. Diese 
finden in der Regel, durch eine Reihe von Bedingungstests statt und müssen nicht 
in sämtlichen Programmen wiederholt programmiert werden. In einem DBMS kann 
dieses Problem umgangen werden, indem die DDL – Funktionalitäten genutzt 
werden, mit denen Integritätseinschränkungen im Systemkatalog festgelegt werden. 
 
Ein Dateisystem überlässt den einzelnen Programmen, ob sie Beziehungen 
zwischen den Entitätstypen herstellen. In der ERP/PPS – Software M·A·S·T muss 
beispielsweise jedes Programm, das mit Kunden, Aufträgen oder beiden zu tun hat, 
die Beziehung zwischen diesen beiden Entitätstypen kennen. Ein Programm zur 
Pflege von Kundendaten muss sicherstellen, dass ein Kundendatensatz nicht 
gelöscht wird, solange Auftragsdatensätze für diesen Kunden existieren. Im DBMS 
dagegen werden solche Entitätstypen zentral verwaltet. 
5.2.3 Bearbeiten der Daten13 
Ein wichtiger Unterschied zwischen der Datenbearbeitungssprache (Data 
Manipulation Language, DML) eines DBMS und den Eingabe / Ausgabe–
Operationen konventioneller Dateisysteme ist, wie das Objekt angegeben wird. Der 
Zugriff auf einen bestimmten Datensatz in einer konventionellen Datei erfolgt über 
einen Schlüsselwert für eine indizierte Datei oder eine „READ NEXT“ – Operation, 
die ausgehend von dem Schlüssel des vorherigen Datensatzes auf einen Datensatz 
verweist. Das DBMS dagegen unterstützt auch den Zugriff nach Feldinhalten. 
 
                                                          
11 Siehe Otey/Conte, Professionelle SQL Server 2000 Programmierung, S. 937 
12 Siehe Otey/Conte, Professionelle SQL Server 2000 Programmierung, S. 938 
13 Siehe Otey/Conte, Professionelle SQL Server 2000 Programmierung, S. 939 
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5.3 Vorteile und Ziele von Datenbanken 
 
Eines der wichtigsten Ziele, die mit der Entwicklung von Datenbanken verbunden 
sind, ist die Gewährleistung der Datenunabhängigkeit14. Hierunter versteht man, 
dass in der Datenbank die Daten unabhängig von den Anwendungsprogrammen 
gespeichert werden. Die Daten sollen möglichst frei von Redundanzen 
(Mehrfachabspeicherung) sein und inkonsistente Daten vermieden werden. Mehrere 
Anwendungsprogramme der ERP/PPS Software M.A.S.T greifen physikalisch auf 
die gleichen Daten zu. Maßnahmen zur Sicherung der Datenintegrität, der 
Datensicherheit und des Datenschutzes werden zentral im 
Datenbasisverwaltungssystem definiert.  
 
Weitere Vorteile von Datenbanken sind: 
• Client – Server – Architektur 
• Hohe Datensicherheit 
• Transaktionsverwaltung 
• Locking – System und Mehrbenutzerfähigkeit 
• Zentrale Integritätskontrolle 
• Optimale Unterstützung durch Verwaltungskomponenten 
• Breite Nutzerunterstützung 
• Optimale Performance 
5.3.1 Client – Server – Architektur 
Bei der verteilten Architektur von Datenbanken werden die Anwendungen für den 
Datenbankzugriff von der Datenbank getrennt. Der Kerndatenbankserver läuft auf 
einer Serverstation, die über ein lokales Netzwerk mit mehreren Clientsystemen 
verbunden ist. Bei den Clientsystemen handelt es sich um PCs. 
5.3.2 Hohe Datensicherheit 
Die folgenden drei Haupteigenschaften kennzeichnen die Sicherheit bei 
Datenbanksystemen: 
1. Geheimnisprinzip 
Nur berechtigte Anwender können die für sie bestimmten Informationen lesen. 
                                                          
14 Siehe Faeskorn-Woyke, Datenbanken und Informationssysteme (Einführung in die Grundbegriffe 
der Datenbanken), S. 25 
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2. Datenintegrität 
Daten müssen einen möglichst großen Schutz gegen physikalische oder 
programmtechnische Ausfälle ausweisen.  
3. Verfügbarkeit 
Der Zugriff auf die Datenbank darf berechtigten Benutzern nicht verweigert 
werden. 
5.3.3 Transaktionsverwaltung 
Ein wichtiger Bestandteil der Mehrbenutzersynchronisation ist die 
Transaktionsverwaltung. Eine Transaktion ist eine unteilbare Einheit von 
Datenbankzugriffen. Die Hauptaufgabe bei Transaktionsabbrüchen ist die 
Fehlerbehandlung. 
5.3.4 Locking – System und Mehrbenutzerfähigkeit 
Mehrere User arbeiten gleichzeitig mit dem gleichen Datenbestand. Durch das 
gezielte Sperren der Datenbank, einer Tabelle, einer Seite einer Tabelle, eines 
Tupels einer Tabelle oder eines einzelnen Feldes wird dies ermöglicht. 
5.3.5 Zentrale Integritätskontrolle 
Die Tabellen werden einmalig in der Datenbank hinterlegt. Gemeinsam mit Regeln, 
Einschränkungen und Fremdschlüsselbeziehungen werden die semantische 
Integrität, die Entity – Integrität und die referentielle Integrität erzwungen. 
5.3.6 Optimale Unterstützung durch Verwaltungskomponenten 
Die Datenbank unterstützt durch Administrations– und Managementtools die 
Datenbankverwaltung und die Durchführung von Sicherungs– und 
Wiederherstellungsoperationen. 
5.3.7 Breite Nutzerunterstützung 
Die Datenbank bietet die Möglichkeit der interaktiven Anfrageformulierung und der 
Möglichkeit Daten selber auszuwerten, z. B. durch die Möglichkeit der 
gespeicherten Prozeduren. 
5.3.8 Optimale Performance 
Das Leistungsverhalten der Datenbank soll den Anforderungen der Benutzer 
gerecht werden. Eine Anfrage wird automatisch von einem Parser geprüft, im 
Anschluss generiert ein Anfrageoptimierer nach hinterlegten Regeln, einen 
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optimierten Ausführungsplan. Die Datenbank stellt zusätzliche Programme mit 
denen die aktuelle Serveraktivität überwacht werden kann, zur Verfügung. 
 
5.4 Arten von Datenbanken 
 
Es gibt verschiedene Arten15 von Datenbanken, die sich nach der Art des 
Datenmodells unterscheiden lassen: 
 
• Flache Dateien 
Es ist das einfachste Datenmodell. Die Daten werden in Dateien gespeichert. 
Sie können nur von einem Programm benutzt werden. 
 
• Hierarchisches Datenmodell und Datenbank 
Es ist das älteste Datenmodell. Hierarchische Datenbanken haben ein 
Datenmodell in Form einer Baumstruktur. Die Adressverknüpfungen werden mit 
den Daten gespeichert. Ein Datensatz hat genau einen übergeordneten und 
kann mit mehreren untergeordneten Datensätzen in Beziehung stehen. 
 
• Netzwerkmodell und Datenbank 
Das Netzwerkmodell verkörpert ein heute nicht mehr besonders verbreitetes 
Datenbankmodell. Hierbei kann ein Datensatz mehrere Vorgänger haben. Auch 
können mehrere Datensätze an oberster Stelle stehen. Es existieren meist 
unterschiedliche Suchwege um zu einem bestimmten Datensatz zu kommen. 
 
• Relationales Datenmodell und Datenbank (RDBMS) 
Sind die meistens in der Praxis eingesetzten Datenbanksysteme. Die Daten und 
ihre Beziehungen werden in zweidimensionalen Tabellen (Relationen) 
abgebildet. Eine Tabelle ist horizontal in Zeilen und vertikal in Spalten aufgeteilt. 
Der Zugriff erfolgt über ihre Schlüssel (Primärschlüssel, Fremdschlüssel). Jeder 
Datensatz wird als Zeile abgebildet. Die Zeilen heißen Tupel und die 
Spaltenüberschriften Attribute. 
 
• Objektrelationale Datenbank (ORDBS) 
Die objektrelationale Datenbank ist sehr eng an den relationalen Standard 
angelehnt. Es werden zusätzlich Konzepte der Objektorientierung übernommen, 
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die Festlegung eigener Datentypen und die Definition von Methoden ist möglich. 
  
• Objektorientiertes Datenmodell und Datenbank (OODBS) 
Im Gegensatz zu den herkömmlichen Datenbanksystemen, besteht die 
Datenbasis eines OODBS aus einer Sammlung von Objekten, wobei jedes 
Objekt einen physischen Gegenstand, ein Konzept, eine Idee usw. repräsentiert. 
Die Daten werden als Objekte, mit ihren Methoden und Attributen, in der 
Datenbank gespeichert. Dies ist sehr eng an die objektorientierte 
Programmiersprache angelehnt. 
 
5.5 Relationale Datenbanken  
 
Die Grundlagen der Theorie der relationalen Datenbank wurden von Edgar F. Codd 
in den 1960ern und 1970ern gelegt und in seiner Arbeit „A Relational Model of Data 
for Large Shared Data Banks“ beschrieben. Theoretisch basieren alle Operationen 
auf der Relationalen Algebra. 
 
Die Grundregeln16 für eine relationale Datenbank (nach Codd) lassen sich wie folgt 
beschreiben: 
• Jede Relation ist eine zweidimensionale Tabelle und entspricht einem Entity– 
Typ  
• Jede Zeile dieser Tabelle wird Tupel genannt und beschreibt ein konkretes 
Entity des Entity–Typs, den die Tabelle darstellt  
• Jede Spalte der Tabelle entspricht einem Attribut des Entity–Typs. Die 
konkreten Entities werden somit durch die entsprechenden Attributwerte 
beschrieben.  
• Der Grad einer Relation ist die Anzahl der Attribute  
• Existiert für ein Attribut eine begrenzte Anzahl von Attributwerten, so wird die 
Zusammenfassung aller Attributwerte für dieses Attribut Domäne genannt  
• Die Existenz zweier identischer Zeilen ist ungültig  
• Es ist nicht relevant, in welcher Reihenfolge Zeilen bzw. Spalten der Tabelle 
angeordnet sind  
• Attribute sind atomar  
 
                                                                                                                                                                    
15 Siehe Faeskorn-Woyke, Datenbanken und Informationssysteme (Einführung in die Grundbegriffe 
der Datenbanken), S. 20 
16 Siehe o.V., „Wikipedia“ <http//wikipedia.de> (18.03.2005) 
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Die Daten17 und ihre Beziehungen werden im relationalen Datenmodell in Tabellen 
(Relationen) gespeichert. Die Relation besteht aus der Relationenüberschrift und 
dem Relationenkörper. Unter der Relationenüberschrift wird eine Menge von 
Paaren, aus Attributen und Wertebereichen, verstanden. Der Relationskörper ist 
eine Menge von Zeilen (Tupeln). In jedem dieser Tupel stehen die Informationen 
eines Datensatzes. Obwohl eine Tabelle immer eine bestimmten Reihenfolge hat, 
sind in den Relationen, die Tupel unsortiert angeordnet. Auf jeden Tupel einer 
Tabelle kann verwiesen werden, indem Werte den Primärschlüsselattributen 
zugewiesen werden. Der gezielte Zugriff erfolgt somit durch den Namen eines 
Attributes und durch den Primärschlüsselwert dieses Tupels.  
 
Die Datenbankarchitektur von SQL Server 2000 besteht aus Datenbankobjekten18, 
die für das Speichern und die Organisation von Daten verwendet werden. Zu den 
Objekten der SQL Server–Datenbank gehören: 
• Tabellen 
Tabellenobjekte sind die Hauptkomponenten der Datenbank. Eine Tabelle 
enthält eine geordnete Menge von Spalten.  
• Spalten  
Eine Tabelle beinhaltet eine Reihe miteinander in Beziehung stehender Spalten. 
• Indizes  
Indizes werden zur Optimierung der Datenzugriffsgeschwindigkeit verwendet. 
Aus einer definierten Menge von Spalten werden Indizes erstellt. Indizes 
bezeichnen eindeutig eine Teilmenge von Daten. 
• Sichten  
Eine Sicht beschreibt eine virtuelle Tabelle. Tatsächlich besteht eine Sicht nicht 
als separate Tabelle, statt dessen wird die „Select – Anweisung“ gespeichert, 
die auf eine oder mehrere Tabellen verweist. 
• Einschränkungen  
Einschränkungen werden einer Tabelle hinzugefügt und können auf Tabellen– 
oder Spaltenebene festgelegt werden. Es werden fünf Arten von 
Einschränkungen unterstützt: 
1. Primary Key 
2. Foreign Key 
3. Unique 
4. Check 
                                                          
17 Siehe Otey/Conte, Professionelle SQL Server 2000 Programmierung, S. 941 
18 Siehe Otey/Conte, Professionelle SQL Server 2000 Programmierung, S. 32 
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5. Not Null 
• Regeln  
Pro Spalte kann eine Regel definiert werden. Eine Regel kann Datenwerte auf 
der Basis eines Bedingungsausdrucks oder einer Werteliste begrenzen. 
• Standards  
Ein Standard legt den, automatisch in einer Spalte, zu verwendenden Wert als 
Default–Wert fest. 
• Trigger  
Bei einem Trigger handelt es sich um eine gespeicherte Prozedur, die 
automatisch ausgeführt wird, wenn Einfüge–, Aktualisierungs– oder 
Löschoperationen auf eine Tabelle erfolgen. 
• Gespeicherte Prozeduren  
Gespeicherte Prozeduren können eine komplexe Logik enthalten und für die 
Durchführung verschiedener Verwaltungs– und Datenbearbeitungsfunktionen 
dienen. 
 
Durch das geschickte Aufteilen der Daten in Relationen, in der Art und Weise, dass 
sie am Ende den Normalisierungsregeln entsprechen, verlängert sich die 
Lebensdauer eines Datenbankschemas. Ziele der Normalisierung sind die 
Eliminierung von Redundanzen und die Generierung von verständlichen 
Datenmodellen. Es existieren fünf Normalisierungsregeln, die aufeinander 
aufbauen. 
 
Normalformen (NF) von Datenbanken: 
1. Normalform: Ein Relationstyp befindet sich in der 1. NF wenn alle Attribute 
maximal einen Wert (atomarer Wert) haben.  
2. Normalform: Eine Relation befindet sich in der 2. NF, wenn sie bereits in der 1. 
NF ist und jedes Nicht–Schlüssel–Attribut vom gesamten Identifikationsschlüssel 
funktional abhängig ist, nicht aber bereits von Teilen des Gesamtschlüssels. 
3. Normalform: Eine Relation befindet sich in der 3. NF, wenn sie in der 2. NF ist 
und die Nichtschlüsselattribute voneinander nicht funktional abhängig sind, d.h. 
es existieren keine transitiven Abhängigkeiten. 
Zudem gibt es noch eine 4. und 5. Normalform, die allerdings in der Praxis selten 
Beachtung finden. 
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Um den Zugriff auf die Daten in relationalen Datenbanken zu ermöglichen, wurde 
ursprünglich von IBM, die Structured Query Language (SQL), eine 
problemorientierte Sprache, erfunden. Die Datenbank SQL Server 2000 verwendet 
einen Dialekt von SQL, den man als Transact–SQL bezeichnet. SQL bietet 
standardisierte Funktionen zur Verwaltung von Datenbanken und Tabellen an, 
dieser Bereich ist in der Datendefinitionssprache von SQL enthalten. 
Funktionen der Datendefinitionssprache (Data Definition Language, DDL): 
Create Database–Anweisung Erstellen einer Datenbank 
Create Table–Anweisung Erstellen einer Tabelle 
Alter Table–Anweisung Hinzufügen, Löschen und Ändern von 
Tabellenspalten 
Create View–Anweisung Erstellen einer Sicht 
Alter View–Anweisung Ändern einer Sicht 
Create Index–Anweisung Erstellen eines Index 
Drop Database 
Datenbankname 
Löschen von Datenbanken 
Drop Table Tabellenname Löschen einer Tabelle 
Drop View Sichtname Löschen einer Sicht 
Drop Index Indexname Löschen eines Indizes 
Tabelle 2: Funktionen der DDL  
Ein weiterer wichtiger Bereich von SQL betrifft die Verwaltung von Daten in den 
Tabellen. Dieser Bereich ist in der Datenbearbeitungssprache von SQL 
enthalten. 
Funktionen der Datenbearbeitungssprache (Data Manipulation Language, DML): 
Select–Anweisung Zum Abrufen von Zeilen aus einer oder mehreren 
Tabellen 
Insert–Anweisung Zum Einfügen neuer Zeilen 
Update–Anweisung Zum Aktualisieren von Spaltenwerten in den Zeilen einer 
Tabelle 
Delete–Anweisung Zum Löschen von Zeilen aus einer Tabelle 
Tabelle 3: Funktionen der DML 
 
Mit Hilfe der Cursor–Technik besteht die Möglichkeit ein Resultset 
(Abfrageergebnis) einer Schleife nacheinander durchzugehen und jede Zeile 
gesondert zu lesen. Der Kern besteht aus einer „Select“–Anweisung. 
 37
Die Verwendung eines Cursors erfolgt in fünf Schritten: 
1. Deklarieren des Cursors 
2. Öffnen/Definieren des Cursors 
3. Wiederholtes Lesen (Abrufen, fetch) von Zeilen aus dem Cursor, die 
wahlweise aktualisiert oder gelöscht werden können. 
4. Schließen des Cursors 
5. Deallozieren des Cursors, wenn das Programm ihn nicht mehr braucht. 
 
Die relationale Modellierung weist folgende Schwachpunkte auf: 
• Segmentierung  
In der relationalen Darstellung erfolgt, gegenüber der objektorientierten 
Darstellung, die Abspeicherung eines Objektes segmentiert in vielen 
unterschiedlichen Relationen. Das Objekt als solches muss somit durch das 
RDBMS mittels zahlreicher Joins aus den einzelnen Relationen erstellt 
werden. 
• externe Programmierschnittstelle  
Da in vielen relationalen Datenbanken nur Datenmanipulationssprachen 
unzureichender Mächtigkeit vorhanden sind, folgt daraus, dass Schnittstellen 
(Precompiler) notwendig werden, um mächtigere Programmiersprachen 
einzubinden zu können. Diese Verbindung von Datenbanksprachen mit 
externen, schon vorhanden Programmiersprachen führt über 
Zwischenschichten. Es wird SQL in COBOL–Programmen eingebunden. 
Beide Sprachen verfolgen jedoch unterschiedliche Verarbeitungsparadigma: 
SQL arbeitet mengenorientiert und Programmiersprachen, wie COBOL, 
satzorientiert. 
• fehlendes Verhalten (Methoden) 
In der relationalen Datenbank kann das anwendungstypische Verhalten eines 
Objektes nicht beschrieben werden. Diese Beschreibung kann erst außerhalb 
der Datenbank in der Anwendungssoftware erfolgen. 
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6 Suchen nach Lösungsmöglichkeiten 
6.1 Definieren und Bearbeiten der Daten 
Um aus den Anwendungsprogrammen heraus die Datenbank mit ihren Tabellen 
verwalten zu können, benötigen die Programme eine Verbindung zum RDBMS. 
Dies geschieht beim SQL Server 2000 durch die Methode „connect“. Die 
Methode benötigt als Parameter den Namen des SQL Servers, einen zulässigen 
Benutzernamen und ein Kennwort. Der Verbindungsabbau geschieht über die 
Methode „disconnect“. Unterprogramme werden im Fenster des aufrufenden 
Programms gestartet. In diesem Fall darf kein neuer Verbindungsaufbau zur 
Datenbank erfolgen. Hier ergibt sich ein Problem. Die Programme werden, als 
eigenständige Programme aus dem Menü heraus, aufgerufen. Es ist ebenso ist 
möglich, das gleiche Programm, als Unterprogramm aus einem anderen 
Programm heraus, aufzurufen. Eine Steuerungsfunktion regelt, ob eine 
Verbindung aufgebaut werden muss oder nicht. Besteht bereits eine Verbindung, 
wird dies dem „Unterprogramm“ im Parameterbereich (Linkbereich) übergeben. 
Das Unterprogramm darf die Verbindung auf keinen Fall beenden. 
 
Wie die Programme ihre Daten erhalten, hängt davon ab, was unter der 
Datenhaltungsschicht der ERP/PPS – Software M·A·S·T liegt. Wird mit einer 
relationalen Datenbank gearbeitet, benötigen die Programme weder den 
„SELECT“ – Eintrag der COBOL–Datei (siehe Abbildung 8) noch die 
Beschreibung der Dateistruktur (siehe Abbildung 9). Allerdings benötigt die 
Datenbank Variablen (Hostvariablen), über die Inhalte einer SQL–Anweisung, 
dem Anwendungsprogramm zur Verfügung gestellt werden kann. 
Programmintern sprechen die Programme, der ERP/PPS – Software M·A·S·T, 
die Daten in der gewohnten Art und Weise an. Wie kann der Compiler die 
Programme weiterhin ohne Fehler übersetzen? Um dieses Problem zu lösen, 
wird die Datenbeschreibung, aus der Dateistruktur in die „Working–Storage 
Section“ (interne Programmvariablen), verschoben. Wie erhält die Software ihre 
Daten aus der Datenbank?. Die Dateizugriffe müssen durch entsprechende 
SQL–Anweisungen ersetzt werden. Was muss getan werden, um die „Inhalte“ 
einer Tupels (Zeile einer Datenbanktabelle) am Bildschirm angezeigt zu 
bekommen? Nach der „Select“-Anweisung auf die Datenbank, müssen die 
„Inhalte“, die nun in den Hostvariablen stehen, in die einzelnen Datenfelder, der 
„verschobenen“ Datenbeschreibungen, übertragen werden, da sich die 
Programme hieraus bedienen. Wird ein neuer Datensatz in die Tabelle 
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geschrieben oder ein Tupel geändert, so müssen die „Inhalte“ der 
„verschobenen“ Datenbeschreibungen vor dem „Update“ oder „Insert“ auf die 
Datenbank, in die nun benötigten Hostvariablen, übertragen werden. 
 
Nun verhält sich die Datenbank anders als dies bei der Dateiorganisation der Fall 
ist. In der Datenbank werden Datumsfelder, auf „richtige“ Eingaben hin, überprüft. 
Innerhalb der ERP/PPS Software M.A.S.T ist es erlaubt in Datumsfeldern 0 oder 
99.99.9999 einzugeben. Dadurch wird das kleinste, bzw. größte Datum 
gespeichert. Wie kann man gewährleisten, dass dies weiterhin möglich ist? Vor 
der Wertzuweisung der „verschobenen“ Datenbeschreibungen an die 
Hostvariablen, muss dies abgefangen werden. Für das kleinste Datum wird nun 
der Wert  „01.01.1800“ gesetzt und für das größte Datum der Wert „31.12.9999“. 
Umgekehrt werden die Werte wieder auf 0 oder 99.99.9999 gesetzt, wenn die 
Wertzuweisungen, der Hostvariablen an die „verschobenen“ 
Datenbeschreibungen, erfolgen. 
 
Wird dagegen weiterhin mit der Dateiorganisation gearbeitet, bleibt alles wie 
bisher. 
 
Um eine flexible Datenhaltungsschicht aufbauen zu können, die sowohl mit der 
bisherigen Dateiorganisation von COBOL, als auch mit einer beliebigen 
relationalen Datenbank arbeiten, müssen die Programme der ERP/PPS – 
Software M·A·S·T folgende Bedingungen erfüllen: 
1. Alle die gleiche Befehlsstrukturen benutzten. 
2. Durchlaufen der gleichen Standardroutinen. 
3. Die Elemente die unterschiedlich sind, müssen in Copy–Dateien ausgelagert 
sein. 
 
In den Copy–Dateien stehen, je nach Art der Datenhaltung, unterschiedliche 
Definitionen und Befehlsfolgen. Hieraus ergeben sich folgende Vorteile:  
1. Die Standardroutinen sind austauschbar. 
2. Separate Standardroutinen für Cobol – Datei – Zugriffe. 
3. Spezielle Standardroutinen für Datenbankzugriffe. 
 
Die Dateibeschreibung und die Beschreibung der Dateistruktur sind bereits für 
die flexible Datenhaltungsschicht angepasst worden. In Abbildung 9, 
Dateibeschreibung der Auftragsartendatei (C–AATSE), und Abbildung 10, 
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Dateistruktur der Auftragsartendatei (C–AATFD), wird mit einer Konstanten 
gearbeitet. Die Konstante „database” steuert, ob die Inhalte der jeweiligen Copy–
Elemente ins Programm eingebunden werden oder nicht. Jeweils bei der 
Kompilierung der Programme, für die relationale Datenbank, muss diese 
Konstante gesetzt werden. 
 
Der „connect“ zur relationalen Datenbank könnte in dem Kapitel „prog–start–
input“, durch Abfragen der Konstanten „database”, ausführt werden. Der 
Quellcode dieses Kapitels „prog–start–input“ befindet sich versteckt innerhalb 
einer Copy–Datei. Der „disconnect“ würde über das Copy–Element „C–
PRGEND“ am Ende eines Programms ausgeführt werden. Ausführliche 
Lösungsmöglichkeiten zur Realisierung des Datenbankzugriffs werden innerhalb 
des Kapitels acht aufgeführt. 
 
6.2 Datensatzorientierten Verarbeitung  
Zunächst wird dargestellt, wie innerhalb der ERP/PPS – Software M·A·S·T, die 
„Auftragsauswertung nach Artikeln“, arbeitet. In einer Leseschleife werden 
Auftragspositionen nacheinander gelesen. Jede gelesene Auftragsposition wird 
geprüft, d. h. es wird überprüft, ob der Artikel der Auftragsposition überhaupt 
selektiert wurde. Nun wird der dazugehörende Auftragskopf gelesen, um den 
Kunden mit der eingegebenen Selektion überprüfen zu können. Zum guten 
Schluss wird noch der Kunde gelesen, um beispielsweise den Kundenname 
anzeigen zu können. Nun sind die Daten einer Zeile, zur Anzeige komplett, und 
können dargestellt werden. Die Leseschleife liest die nächste Auftragsposition.  
 
In einem ersten Test wurden drei Tabellen (Auftragsköpfe, –positionen, Kunden) 
innerhalb der Datenbank angelegt und jeweils mit Testdaten gefüllt. Im 
Programm „Auftragsauswertung nach Artikeln“ wurden dazu die COBOL–
Dateizugriffe durch SQL – Anweisungen ersetzt. Für jede Leseoperation wurde 
ein eigener Cursor verwendet. Das Programm führte zunächst eine „SELECT“–
Anweisung auf die Tabelle „Auftragspositionen“ aus, anschließend auf die 
Tabelle „Auftragsköpfe“ und schließlich auf die Tabelle „Kunden“.  
 
Für einen zweiten Test wurde die Programmlogik geändert. Die 
datensatzorientierte Verarbeitungsweise wurde in eine mengenorientierte 
geändert. In dieser wird nur mit einem Cursor gearbeitet. In einer „SELECT“–
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Anweisung werden die Daten aus allen drei Tabellen gefiltert und 
zusammengeführt. Die „SELECT“–Anweisung holt sich quasi aus allen drei 
Tabellen die Daten gleichzeitig. 
 
Nun wurden beide Testläufe nacheinander gestartet und die Ausführungszeit, 
jeweils am Ende, ermittelt. Das Ergebnis der beiden Testläufe war verblüffend. 
Die Zeitunterschiede waren unerheblich. Es scheint daher nicht notwendig zu 
sein, die Verarbeitungsweise der Programme in der Art zu ändern, dass sie der 
mengenorientierten Arbeitsweise, wie die der relationalen Datenbank, 
entsprechen. Das bedeutet, die Logik der Programme, wie im Kapitel 4.2 Aufbau 
der Programme und Beschreibung der Programmstrukturen beschrieben, kann 
beibehalten werden. Es müssen nur die Copy–Elemente geändert werden, 
welche die Dateizugriffe steuern. Diese werden durch Copy–Elemente für die 
Datenbank ersetzt. Hier werden entsprechende Anweisungen der DML 
verwendet.  
 
Eine Analyse der unterschiedlichen Programme der ERP/PPS – Software 
M·A·S·T ergab, dass es durchaus notwendig erscheint, die Programmlogik, der 
Programme, zu ändern. Die Programme, der Arbeitsweise der Datenbank, 
anzupassen. Werden innerhalb einer Leseschleife, bestimmte Datenfelder einer 
Datei auf Null gesetzt, so kann dies durch eine einzige „UPDATE“–Anweisung 
ersetzt werden. Diese Verarbeitungsweise ist der „datensatzorientierten“ 
Leseschleife weit überlegen. In einem solchen Fall muss das Programm geändert 
werden, z. B. beim „Löschen sämtlicher Dispositionsstufen“. 
Der überwiegende Teil der Programme funktioniert mit der „datensatzorientierten“ 
Verarbeitung ohne große Zeitverluste. Handelt es sich um Programme, in der 
eine solche Leseschleife durch eine einzige „UPDATE“–Anweisung ersetzt 
werden kann, so empfiehlt sich die Umstellung der Programmlogik. Da es sich 
bei der ERP/PPS – Software M·A·S·T nur um eine geringe Anzahl solcher 
Programme handelt, werden diese manuell umgestellt. Die Programme bleiben 
sowohl für den Einsatz der Dateiorganisation in COBOL, als auch für relationale 
Datenbanken, flexibel. 
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6.3 Dateizugriffe über Satzzeiger 
Die datensatzorientierte Verarbeitung soll beibehalten werden, da die 
Programmlogik der Fachkonzeptschicht nicht geändert werden soll. Das 
COBOL–Dateisystem arbeitet mit Satzzeigern. Mit diesen Satzzeigern wird 
innerhalb der Datei, ein Positionszeiger gesetzt. Von dieser Position kann 
beliebig vor– oder rückwärtsgelesen werden. Bei jedem Vor– oder 
Rückwärtslesen wird der Dateischlüssels nicht geprüft. Ob es sich bei diesem 
Datensatz tatsächlich um den gewünschten Satz handelt, muss der 
Programmierer selber prüfen. 
 
Dies soll am Beispiel der Auftragsarten deutlich werden. Der 1. Schlüssel der 
Auftragsarten besteht aus der Auftragsart und dem Land. Das bedeutet jede 
Auftragsart kann für jedes Land definiert werden. Würde man die Auftragsarten, 
mit dem Landerkennzeichen „0“ (aat–land = 0) ausgeben wollen, so könnte die 
Leseschleife folgendes Aussehen haben: Setzen des Positionszeigers vor den 
ersten Satz (Start–Anweisung), Lesen des nächsten Satzes (Read Next–
Anweisung), Prüfen ob „aat–land = 0“, Ausgeben des Datensatzes, aat–land den 
Wert 99 zuweisen, neue Start–Anweisung mit „Start Greater“ ausführen und an 
der Stelle mit Lesen des nächsten Satzes die Leseschleife fortführen, usw.). In 
dem Moment wenn der Datensatz mit dem Länderkennzeichen „0“ ausgegeben 
wurde, wird quasi die nächste Auftragsart mit Länderkennzeichen „0“ benötigt. 
Dies kann dadurch erreicht werden, indem das Länderkennzeichen auf den 
höchsten Wert („99“) gesetzt wird und der Positionszeiger unmittelbar auf diesen 
Datensatz positioniert wird. Die nachfolgende Leseanweisung holt sich die 
nächste Auftragsart beginnend mit dem Länderkennzeichen „0“, falls dieser 
Datensatz vorhanden ist. Für die Umstellung auf die relationale Datenbank wird 
jede COBOL–Anweisung, innerhalb der Copy–Datei „C–AATIO“, mit SQL–
Anweisungen, ersetzt. Wie kann diese Leseschleife umgesetzt werden? Für eine 
„Start“–Anweisung wird ein Cursor benutzt. Die „Start“-Anweisung ist aber nicht 
zwingend erforderlich. Daher müsste der Cursor erst noch deklariert werden. Die 
anschließende „Read next“–Anweisung öffnet den Cursor und führt anschließend 
den „Fetch“ aus. Bei dem Cursor würde ein „Select“ mit der „where“–Klausel 
größer oder kleiner einem bestimmten (Schlüssel)feld definiert werden. Hier ist 
das Problem. Würde die „where“–Klausel (where AAT_LAND >= 99) lauten, 
wüsste die relationale Datenbank nicht, dass sie AAT_ART und AAT_LAND auf 
>= prüfen müsste. Die Lösung hierfür ist, in der Definition zusätzlicher Schlüssel, 
zu finden. Für den ersten Schlüssel, der aus den zwei Feldern Auftragsart und 
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Land besteht, wird ein zusätzliches Attribut an das Tabellenende angehangen 
und dieses Feld als Schlüssel definiert. Dieses Feld erhält den Namen 
„AAT_KEYD01“. Nun könnte die „where“–Klausel (where AAT_KEYD01 >= ?) 
lauten. Das gleiche geschieht mit dem 2. Schlüssel. Wichtig ist nun, damit das 
Ganze auch funktioniert, dass für diese zusätzlichen Spalten Definitionen, 
innerhalb der „verschobenen“ Datenbeschreibungen und der Hostvariablen 
(siehe Kapitel 6.1), erzeugt werden. Diese müssen bei den Wertzuweisungen, 
von den „verschobenen“ Datenbeschreibungen an die Hostvariablen und zurück, 
gefüllt werden. Bei den Wertzuweisungen, an die Hostvariablen, ist es erst 
einmal wichtig, dass die zusätzlichen Hostvariablen (AAT_KEYD01) mit den 
einzelnen Elementen (AAT_ART, AAT_LAND) versorgt werden. 
 
6.4 Behandlung der temporären Daten 
Besonders behandelt werden die temporären Dateien. Wie bereits im Kapitel 4.1 
beschrieben, werden temporäre Daten in Form von Ausgabedaten erzeugt und 
dienen der weiteren Verarbeitung durch Microsoft–Programme und Crystal 
Reports. Im Gegensatz zu den übrigen Daten werden die temporären Daten nicht 
auf Serverlaufwerken, sondern auf lokalen Festplatten der Arbeitsplätze 
gespeichert. Entstehen neue Daten, wird die Datei beim „Öffnen“, neu angelegt, 
d. h. die alte Datei wird gelöscht. Hier wird in Zukunft anders verfahren.  Auch für 
die temporären Dateien werden Tabellen in der Datenbank angelegt. Diese 
Tabellen erhalten ein zusätzliches Attribut „Benutzer“. Beim „Eröffnen“ werden 
nur die Sätze des Benutzers gelöscht. Bei einer „INSERT“–Anweisung werden 
die Ausgabedaten, zuzüglich der Spalte „Benutzer“, in die jeweilige Tabelle 
eingefügt. 
 
6.5 Manuelles Sperren  
Die eingesetzten Dateizugriffe, auf das COBOL–Dateisystem, führen keine 
automatischen Sperrmechanismen aus. Gesperrt wird bei Bedarf. Wird 
beispielsweise innerhalb einer Stammdatenverwaltung ein Stammdatensatz 
geändert, so wird der Datensatz bereits beim „Lesen“ gesperrt. Dies geschieht 
durch die „read ... with lock“–Klausel. Gelesen wird der Datensatz, nachdem der 
Schlüssel (i. d. R. das erste Eingabefeld) eingegeben wurde. Der Datensatz 
bleibt so lange gesperrt, bis dieser geschrieben oder ein anderer Datensatz 
ausgewählt wurde. 
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Wie wird innerhalb der relationalen Datenbank gesperrt? Jede relationale 
Datenbank sperrt anders! Der SQL Server stellt sicher, dass mehrere Benutzer 
mit der Datenbank gleichzeitig, arbeiten können. Ein Sperren–Manager verhängt 
und beendet unterschiedliche Sperren, es werden innerhalb einer Transaktion 
die Eigenschaften der gewählten Isolationsstufe eingehalten. Gesperrt wird auf 
Zeilen–, Seiten– und Tabellenebene für alle vollständig gemeinsam genutzten 
Datentabellen, –seiten und –zeilen, Textseiten und Indexseiten und –zeilen auf 
Blattebene. 
 
Bei der Umstellung, ist die Einrichtung von Transaktionen, nicht vorgesehen. 
Transaktionen lassen sich nicht nach einem Automatismus in die Programme 
einpflanzen. Jeder Befehl wird sofort ausgeführt. Die Transaktion beginnt und 
endet mit dem Befehl. Somit bleiben Sperren nicht erhalten. Ein weiteres 
Hindernis sind die unterschiedlichen relationalen Datenbanken. Um die 
Mehrbenutzerfähigkeit zu erhalten, wird wie bisher das Sperren eines Tupels 
innerhalb einer Relation selbst gesteuert. Hierzu wird eine eigene Sperr–Tabelle 
eingerichtet, in diese werden die Schlüssel der gesperrten Tupel eingetragen und 
wieder entfernt. Für die Auftragsarten wird dies in der Copy–Datei „C–AATIO“ 
gesteuert.   
 
6.6 Änderungshistorie 
Innerhalb der ERP/PPS – Software M·A·S·T besteht optional die Möglichkeit 
Satzschlüssel neuer oder gelöschter Datensätze in einer mitlaufenden 
Änderungshistorie protokollieren zu lassen. Wird ein bestehender Datensatz 
geändert, wird der Satzschlüssel zusammen mit dem alten und dem neuen Wert 
gespeichert. Wie lässt sich eine solche Änderungshistorie innerhalb einer 
relationalen Datenbank abbilden? Dies sind ideale Anwendungsfälle von 
Triggern. Ein Trigger ist eine besondere Art von gespeicherter Prozedur, die nicht 
über einen direkten Aufruf, sondern ereignisgesteuert ausgelöst wird, wie 
beispielsweise bei den Operationen „Insert“, „Update“ oder „Delete“. Welche 
Änderungen protokolliert werden, bestimmt der Benutzer über einem Dialog. 
Dieses Programm wird geändert. Von ihm aus werden selbständig die 
entsprechenden Trigger–Objekte generiert.  
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7 Lösungsmöglichkeiten zur Abbildung der 
Daten in der Datenbank 
7.1 Sortierreihenfolge für die Datenbank 
Als Sortierreihenfolge eignet sich die binäre Sortierung. Hier wird zwischen 
Groß– und Kleinschreibung unterschieden. Es erscheinen alle Groß– vor den 
Kleinbuchstaben, z. B. ABCXYZabcxyz. Diese Sortierung entspricht der 
Sortierreihenfolge innerhalb des COBOL–Dateisystems. Die Sortierreihenfolge 
wird bereits beim Anlegen der Datenbank festgelegt. 
 
7.2 Verwendung von Host – Variablen 
Die für den Zugriff auf die Dateien verwendeten COBOL–Anweisungen (siehe 
Tabelle 1), innerhalb der „Copy“–Dateien (z. B. C–AATIO), werden durch SQL– 
Anweisungen ersetzt. Für den Datenbankzugriff muss das Ergebnis der SQL– 
Anweisung (Select, Insert, Update, Delete) in Variablen, sogenannten 
Hostvariablen, gespeichert werden. Die Datensatzbeschreibungen, der COBOL–
Dateien, werden nicht mehr benötigt. Benötigt werden allerdings die 
Datenbeschreibungen (Datenfelder) der bisherigen Datensatzbeschreibungen 
innerhalb der Fachkonzeptschicht. Sie werden als Variablen verwendet, denen 
Werte zugewiesen und abgefragt werden können. Diese Datenbeschreibungen 
müssen in die „Working–Storage Section“ verschoben werden. Die 
Datenbeschreibungen können Zusätze für bestimmte Feldformate beinhalten. Ein 
verwendeter Zusatz ist „COMP“, der besagt, dass es sich um ein gepacktes 
Datenfeld handelt. Der Zusatz „COMP–5“ beschreibt ein Feld im „Intel“–Format. 
Die bei den SQL–Anweisungen angegebenen Hostvariablen, werden vom 
Precompiler gecheckt. Dabei stellte sich heraus, dass die Datenformate aus den 
Datenbeschreibungen so nicht unterstützt werden. Dies erfordert die Definition 
von separaten Hostvariablen ohne diese Zusätze. Allerdings müssen bei den 
Hostvariablen die numerischen Felder mit dem Zusatz „COMP–3“ definiert 
werden. Datumsfelder die vorher mit „PIC 9(8)“ definiert wurden, müssen aber 
durch den Datentyp „DateTime“ (im DBMS) mit „PIC X(29)“ bei den Hostvariablen 
definiert werden. 
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Gründe, warum die Copy–Dateien der Arbeitsfelder (z. B. C–AATWK) erweitert 
werden, sind: 
• Die Datenfelder der Datenbeschreibungen werden als Variablen, 
innerhalb der Fachkonzeptschicht, benötigt. 
• Die Definition, von Hostvariablen, ist für die SQL–Anweisungen 
erforderlich.   
• String zum Übergeben einer dynamischen SQL–Anweisung 
• Definieren der Cursor–Variablen  
• Sonstige Variablen, z. B. für die Steuerung der Transaktion 
 
Die Abbildung 12 zeigt nur die Erweiterungen, die der Copy–Datei, mit den 
Arbeitsfeldern (C–AATWK), angehangen wurde. Das Anhängen dieser Variablen 
übernimmt ein Programm (siehe Kapitel 10). 
 
    01 w–AAT–start      pic 999. 
    01 AAT–sstring     pic x(255). 
    01 w–AAT–cursors. 
       05 w–AAT–cur–fc. 
          10 w–AAT–fc        pic x. 
       05 w–AAT–cur–pc. 
          10 w–AAT–pc        pic x. 
   * 
    01 w–AAT–transaction     pic x. 
      88 AAT–transaction     value "J". 
   * 
    01 r9165. 
       05 aat–key1. 
         10 aat–art           pic xxx. 
         10 aat–land           pic 99. 
       05 r9165–satz. 
         10 aat–bezeichnung    pic x(20). 
         10 aat–txt1           pic x(30). 
         10 aat–filler         pic x(10). 
         10 AAT–keyd01           pic x(005). 
         10 AAT–keyd02           pic x(025). 
    EXEC SQL BEGIN DECLARE SECTION END–EXEC 
    01 dbr–AAT. 
       10 AAT–AAT–ART          pic x(003). 
       10 AAT–AAT–LAND         pic s9(002) comp–3. 
       10 AAT–AAT–BEZEICHNUNG  pic x(020). 
       10 AAT–AAT–TXT1         pic x(030). 
       10 AAT–AAT–FILLER       pic x(010). 
       10 AAT–AAT–keyd01       pic x(005). 
       10 AAT–AAT–keyd02       pic x(025). 
    EXEC SQL END DECLARE SECTION END–EXEC 
 
Abbildung 12: Erweiterungen der Arbeitsfelder (C–AATWK) 
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7.3 Festlegung der Datentypen 
Die Dateien der ERP/PPS – Software M·A·S·T wurden analysiert. Hierbei stellte 
sich heraus, dass alphabetische Daten nicht verwendet werden. Bei den 
numerischen Daten fielen die achtstelligen, ohne Nachkommastellen, auf. Hier 
bestand das Problem, die Datumsfelder zu identifizieren. Dafür mussten die 
Namen dieser achtstelligen Datenfelder geändert werden, so dass diese 
eindeutig als Datumsfelder zu erkennen waren (z. B. „ART-AENDDAT“). Die 
verwendeten COBOL–Datentypen (numerische Daten und alphanumerische 
Daten) müssen nun durch Datentypen des SQL Servers ersetzt werden. Hier 
bietet der SQL Server folgende Möglichkeiten: BigInt, Binary, Bit, Char, Cursor, 
DateTime, Decimal, Float, Image, Int, Money, Nchar, Ntext, Numeric, NvarChar, 
Real, RowVersion, SmallDateTime, SmallInt, SmallMoney, SQL_Variant, Table, 
Text, TimeStamp, TinyInt, UniqueIdentifier, VarBinary und VarChar 
 
Die entscheidende Frage lautete: Welche Datentypen kommen in Frage, damit 
die Umstellung automatisch erfolgen kann?  
Bei den alphanumerischen Daten wurde der Datentyp Varchar gewählt. Hierbei 
handelt es sich um Nicht–Unicode–Zeichendaten mit einer variablen Länge. Bei 
den numerischen Daten entschied man sich für den Datentyp Decimal. Dies sind 
Zahlen mit fester Genauigkeit und festen Dezimalstellen. Für die Datumsfelder 
kommt der Datentyp DateTime in Frage. Hier können Datums– und Zeitdaten mit 
einer Genauigkeit von einer Dreihundertstelsekunde gespeichert werden.  
 
Datentypen im 
COBOL–Dateisystem SQL Server 
Alphanumerische Daten Varchar 
Numerische Daten Decimal 
Numerische Daten, 8–stellig DateTime 
Tabelle 4: Gegenüberstellung Datentypen  
 
Für die COBOL–Dateien, mit den entsprechendenden Satzbeschreibungen, 
sollen automatisch Tabellen, mit Spalten, in der relationalen Datenbank angelegt 
werden. Automatisch bedeutet, die Entwickler brauchen die Skripte zum Anlegen 
der Tabellen, nicht selber zu schreiben. Die Lösung sieht folgendermaßen aus: 
Ein Programm liest die Dateibeschreibungen der COBOL–Dateien und generiert 
selbständig Datenbankskripte. Wie dies im einzelnen abläuft wird im Kapitel zehn 
beschrieben. 
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Für die Auftragsarten, als Tabelle im SQL Server angelegt, ergibt sich folgendes 
Aussehen:  
 
Abbildung 13: Auftragsarten–Tabelle im SQL Server 
 
Fazit: Keine optimale Umsetzung der Datentypen! Die relationalen Datenbanken 
bieten viele unterschiedliche Datenformate an, d. h. man sollte prüfen, ob auch 
andere Datenformate sinnvoll wären. Allerdings lässt sich nicht jedes COBOL–
Datenformat standardmäßig in einen bestimmten Datentyp der relationalen 
Datenbank umwandeln. Hier wären z. B. die einstelligen alphanumerischen 
Datenfelder zu nennen. Diese werden sowohl als Ja/Nein – Felder, als auch zur 
Speicherung sonstiger Kennzeichen verwendet. 
 
7.4 Verwendung von Einschränkungen 
Einschränkungen stellen die Datenintegrität der SQL Server–Tabellen und –
Spalten her. Sie werden auf Tabellen– oder Spaltenebene, beim Anlegen der 
Tabelle, angegeben. Der SQL Server unterstützt folgende fünf Arten von 
Einschränkungen: 
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1. Primary Key 
Der Primary Key dient der Entitätsintegrität. Er ist der eindeutige Schlüssel 
einer Tabelle, dessen Wert nicht NULL sein darf.  
2. Foreign Key 
Die Fremdschlüsseleinschränkung dient der referenziellen Integrität. Sie 
verbinden eine oder mehrere Spalten einer Tabelle mit dem in einer anderen 
Tabelle definierten Primärschlüssel und sorgen für das Bestehen einer 
bestimmten Beziehung zwischen diesen Tabellen. 
3. Unique 
Diese Einschränkung verhindert, dass doppelte Werte in einer Spalte 
vorhanden sind. Sie stellen die Entitätsintegrität sicher und führen zur 
Erstellung eines Indexes, der allerdings NULL–Werte zulässt. 
4. Check 
Die Check–Einschränkungen erzwingen die Wertebereichsintegrität, indem 
sie die zulässigen Werte einer Spalte festlegen. 
5. Not Null 
Über eine Not Null–Einschränkung wird festgelegt, dass eine Spalte keine 
NULL–Werte enthalten darf. 
 
Bei der Umstellung werden lediglich die Einschränkungen „Primary Key“ und „Not 
Null“ verwendet. Später wird über die Verwendung der „Foreign Key“–
Einschränkung nachgedacht. Dieser Diplomarbeit, ist ein Datenmodell, beigefügt. 
Zusammengehörige Tabellen sind in diesem Datenmodell über die „Foreign 
Key“–Einschränkung miteinander in Beziehung gesetzt worden. Es wird nicht 
mehr den einzelnen Programmen überlassen, ob sie Beziehungen zwischen den 
Entitätstypen herstellen. Ebenso verhält es sich mit der Wertebereichsintegrität, 
bei der die Zulässigkeit der Werte bestimmter Spalten gewährleistet wird. Dies 
kann über die „Check“-Einschränkung erzwungen werden. Allerdings sei hier der 
Hinweis gegeben, wenn eine „Update“–Anweisung auf Grund der Verletzung der 
Wertebereichsintegrität fehlschlägt, geschieht dies viel zu spät. Sinnvollerweise 
müssen Eingaben, unmittelbar nach ihrer Eingabe, auf zulässige Werte überprüft 
werden. In numerischen Feldern darf der Anwender gar nicht erst Buchstaben 
eingeben dürfen. Für die Verwendung der Einschränkungen spricht, dass die 
Integrität der Daten immer gleich ist, egal ob der Anwender die Daten über die 
ERP/PPS – Software M·A·S·T oder über eine MS Excel–Tabelle mit OLE–
Funktionen bearbeitet, d. h. die Datenintegrität wird durch die Datenbank 
erzwungen. Bei OLE handelt es sich um eine von Microsoft entwickelte 
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Programmierschnittstelle, die einen Datenaustausch zwischen verschiedenen 
OLE-fähigen Applikationen ermöglicht.  
 
7.5 Indizierung der Daten 
Indizes werden zur Optimierung der Datenzugriffsgeschwindigkeit verwendet. Ein 
Index besteht aus den jeweils angegebenen Spalten und wird als ein separates 
Datenbankobjekt gespeichert. In der ERP/PPS – Software M·A·S·T werden 
sämtliche Schlüssel der COBOL–Dateien als Schlüsselobjekte definiert. Für die 
Auftragsarten würden dies bedeuten, dass die Auftragsart (AAT_ART) und das 
Land (AAT_LAND) als ein Primärschlüssel gespeichert werden. Ein zweiter 
Primärschlüssel ergibt sich aus der Bezeichnung (AAT_BEZEICHNUNG), dem 
Land (AAT_LAND) und der Auftragsart (AAT_ART). Der dritte Primärschlüssel 
besteht aus dem Feld „AAT_KEYD01“ und der vierte aus „AAT_KEYD02“ (siehe 
Kapitel 6.3). 
 
Innerhalb des SQL Server können bis zu 249 nicht gruppierte Indizes definiert 
werden. 
 
7.6 Verwendung von Triggern 
Ein Trigger19 ist eine besondere gespeicherte Prozedur, die nicht über einen 
direkten Aufruf, sondern ereignisgesteuert ausgelöst wird, wenn eine oder 
mehrere Zeilen einer Tabelle aktualisiert werden. Ein solches Ereignis wird durch 
die Datenbankoperationen „Insert“, „Update“ oder „Delete“ ausgelöst. Welche 
Änderungen protokolliert werden bestimmt der Benutzer in einem Dialogfenster 
innerhalb der ERP/PPS – Software M·A·S·T. Dieses, in COBOL geschriebene 
Programm, generiert selbständig die entsprechenden Trigger–Objekte in der 
relationalen Datenbank. Diese Trigger lösen, nach Abschluss der sie 
auslösenden Datenbankoperation und nach dem Überprüfen der 
Einschränkungen, aus. 
 
Das Beispiel in Abbildung 14, zeigt einen „Update“–Trigger auf die Tabelle ART 
(Artikelstamm). Hierbei handelt es sich um einen automatisch erzeugten Trigger. 
Auslöser ist eine „Update“–Operation auf die Artikelbezeichnung (ART_BEZ). Es 
wird die Artikelnummer (Schlüssel), alte Bezeichnung, neue Bezeichnung, 
                                                          
19 Siehe Otey/Conte, Professionelle SQL Server 2000 Programmierung, S. 212 
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Datenbankbenutzer, Systemuhrzeit und der Text „Bez“, in der Tabelle ARTUPD, 
protokolliert. Die „Update“–Trigger werden feldbezogen angelegt. Bei den „Insert“ 
und „Delete“–Triggern dagegen, erfolgt die Anlage datensatzbezogen. 
 
 
Abbildung 14: Beispiel eines „Update“–Triggers 
 
7.7 Einrichten einer Sperr–Tabelle  
Die Benutzung des automatischen Sperrens20 innerhalb des RDBMS, entspricht 
nicht der bisherigen Arbeitsweise der COBOL–Programme. Bereits beim „Lesen“ 
(Read ... with lock) wird, der entsprechende Datensatz, gesperrt. Wann und wie 
lange ein Datensatz gesperrt wird, bestimmt das Anwendungsprogramm der 
ERP/PPS – Software M·A·S·T. Ein weiterer wichtiger Grund, warum das Sperren 
nicht dem RDBMS überlassen werden kann, ist: Jede relationale Datenbank 
sperrt anders! Die Datenhaltungsschicht soll flexibel bleiben, d. h. jede relationale 
Datenbank soll einsetzbar sein. Als Lösung wird, eine eigene Sperrtabelle für die 
Verwaltung der Sperren, eingerichtet. Diese Sperrtabelle DB_LOCK besteht aus 
den Feldern DB_LOCK_TABLE, DB_LOCK_KEY und DB_LOCK_CONTROL. 
                                                          
20 Delaney/Soukup, Inside Microsoft SQL Server 2000, S.703 
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Abbildung 15: Aufbau der Sperrtabelle DB_LOCK 
 
Die COBOL–Anweisung “Read ... with lock” wird durch eine „Select“–Anweisung, 
in den Standardroutinen der Datenbankzugriffe, ersetzt. Anschließend wird die 
Sperre eingerichtet. Hierzu muss folgendes gemacht werden: 
Abfragen, ob Datensatz in der Tabelle bereits gesperrt ist (Eintrag vorhanden). 
Dies geschieht über eine „Select“–Anweisung: 
 
      EXEC SQL 
         SELECT DB_LOCK_CONTROL into :db–lock–control 
            from DB_LOCK 
            where (DB_LOCK_TABLE = :DB–LOCK–TABLE 
                 and DB_LOCK_KEY = :AAT–AAT–KEYD01) 
      END–EXEC 
Abbildung 16: Abfragen einer vorhandenen Sperre 
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Ist kein Eintrag vorhanden, wird die Sperre eingerichtet. Hierzu wird der 
Variablen „db–lock–control“ der Benutzername zugewiesen und die Sperre durch 
eine „Insert“–Anweisung erzeugt: 
 
      EXEC SQL 
         INSERT INTO DB_LOCK 
            (DB_LOCK_TABLE, DB_LOCK_KEY, DB_LOCK_CONTROL) 
         VALUES 
            (:db–lock–table, :AAT–AAT–keyd01,:db–lock–control) 
      END–EXEC 
Abbildung 17: Einrichten einer neuen Sperre innerhalb der Sperrtabelle 
 
Wird die Sperre nicht mehr benötigt, so wird der Eintrag aus der Tabelle 
DB_LOCK gelöscht. 
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8 Lösungsmöglichkeiten zur Realisierung 
des Datenbankzugriffs 
8.1 Statisches und dynamisches SQL 
Es gibt unterschiedliche Möglichkeiten, wie man der relationalen Datenbank 
seine SQL–Befehle übergibt. Statisches SQL bietet eine bessere Performance 
auf Kosten mangelnder Flexibilität. Ein Precompiler verarbeitet den Quelltext, 
indem er die SQL–Befehle durch entsprechende Funktionsaufrufe ersetzt. Beim 
statischen SQL werden die SQL–Anweisungen bereits beim Compilieren 
verarbeitet. 
 
Anders ist das beim dynamischen SQL, hier werden die SQL–Anweisungen 
direkt zur Laufzeit als String dem RDBMS übergeben. Dieses muss zur Laufzeit 
die Befehle parsen, compilieren, einen geeigneten Zugriffsplan erstellen und 
ausführen.  
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8.2 Embedded SQL 
Embedded SQL (abgekürzt: ESQL) ist eine Spracherweiterung von SQL, mit der 
es möglich ist, SQL–Anweisungen innerhalb einer Programmiersprache, 
typischerweise C, C++, COBOL, Ada, Pascal o.ä., auszuführen. 
  
 
 
 
 
 
 
 
 
 
 
 
 
Abbildung 18: Embedded SQL mit COBOL 
 
Blöcke mit SQL–Anweisungen und –Deklarationen werden dabei, in die 
Embedded–SQL–Schlüsselwörter „EXEC SQL“ und „END–EXEC“ 
eingeschlossen und in den Code der Hostsprache, in diesem Fall COBOL, 
eingefügt. Der SQL–Anteil am Quellcode wird nicht von dem Compiler selbst 
übersetzt, ein Precompiler wandelt die SQL–Anweisungen in normalen Code der 
Hostsprache um, der dann mit deren Compiler übersetzt werden kann. Der 
umgewandelte Code enthält Aufrufe der Datenbankschnittstelle. In der 
Programmiersprache COBOL wird hierfür eine eigene Schicht mit Code 
bereitgestellt. Dieser Code kapselt ODBC–Funktionen ein, d. h. der Zugriff auf 
die relationale Datenbank erfolgt über die ODBC– Schnittstelle. Bei ODBC 
handelt es sich um einen von Microsoft definierten Standard für den 
Datenbankzugriff. Diese Schnittstelle muss als Bibliothek in das fertige 
Programm eingebunden werden. Die Bibliothek ist abhängig von der 
verwendeten Datenbank und wird gewöhnlich vom jeweiligen 
Datenbankhersteller geliefert, soweit dieser Embedded SQL unterstützt. ESQL 
kann als statisches, wie auch als dynamisches SQL, verwendet werden.  
 
ESQL 
COBOL EXEC SQL 
 
ODBC 
Relationale Datenbank 
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Für den Zugriff über ESQL wurde dynamisches SQL, in den Standardroutinen 
der Datenbankzugriffe, verwendet. Wie bereits in Kapitel 7.2 erläutert, werden 
innerhalb der Fachkonzeptschicht mit den Datensatzbeschreibungen gearbeitet, 
die SQL–Anweisungen dagegen benötigen die Hostvariablen. Daher werden zu 
Beginn der Standardroutinen, die Hostvariablen mit den „Inhalten“ der 
Datensatzfelder gefüllt.  
 
      move AAT–ART           to AAT–keyd01 (001:03). 
      move AAT–LAND          to AAT–keyd01 (004:02). 
      move AAT–BEZEICHNUNG   to AAT–keyd02 (001:20). 
      move AAT–LAND          to AAT–keyd02 (021:02). 
      move AAT–ART           to AAT–keyd02 (023:03). 
      move AAT–ART           to AAT–AAT–ART. 
      move AAT–LAND          to AAT–AAT–LAND. 
      move AAT–BEZEICHNUNG   to AAT–AAT–BEZEICHNUNG. 
      move AAT–TXT1          to AAT–AAT–TXT1. 
      move AAT–FILLER        to AAT–AAT–FILLER. 
      move AAT–keyd01        to AAT–AAT–keyd01. 
      move AAT–keyd02        to AAT–AAT–keyd02. 
Abbildung 19: Füllen der Hostvariablen  
 
In Abbildung 20 wird das Lesen über den 1. Schlüssel dargestellt. In SQL wird 
hierfür eine „Select“–Anweisung verwendet. Es wird der komplette Tupel 
(Datensatz) gelesen, wobei die „where“–Bedingung den 1. Schlüssel vergleicht. 
Für jeden Schlüssel wird eine entsprechende „Select“–Anweisung hinterlegt. 
      when file–read–1 
          EXEC SQL 
          SELECT * 
          INTO 
       :dbr–AAT 
          FROM "AAT" AAT 
          WHERE ( "AAT"."AAT_KEYD01" = :AAT–AAT–KEYD01 ) 
          END–EXEC 
Abbildung 20: Select–Anweisung mit ESQL 
 
Für das Schreiben von Daten in die Datenbank wird die „Insert“–Anweisung 
verwendet. Die Inhalte werden, über die Struktur „:dbr–AAT“(siehe Abbildung 12), 
der Tabelle AAT übergeben (Abbildung 21). 
 when file–write 
          EXEC SQL 
          INSERT INTO AAT 
          VALUES 
          ( 
       :dbr–AAT 
          ) 
          END–EXEC 
Abbildung 21: Insert–Anweisung mit ESQL 
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Dagegen muss beim Ändern von Daten, jede einzelne Spalte der Tabelle einzeln 
gefüllt werden, wie Abbildung 22 zeigt. 
 when file–rewrite 
          EXEC SQL 
          UPDATE AAT 
          SET 
        "AAT"."AAT_ART" = :AAT–AAT–ART 
        ,"AAT"."AAT_LAND" = :AAT–AAT–LAND 
       ,"AAT"."AAT_BEZEICHNUNG" = :AAT–AAT–BEZEICHNUNG 
            ,"AAT"."AAT_TXT1" = :AAT–AAT–TXT1 
            ,"AAT"."AAT_FILLER" = :AAT–AAT–FILLER 
            ,"AAT"."AAT_KEYD01" = :AAT–AAT–KEYD01 
            ,"AAT"."AAT_KEYD02" = :AAT–AAT–KEYD02 
          where "AAT_KEYD01" = :AAT–AAT–KEYD01 
          END–EXEC 
Abbildung 22: Update–Anweisung mit ESQL 
In Abbildung 23 wird das Löschen eines Datensatzes aus der Tabelle „AAT“ 
durch die entsprechende SQL „Delete“–Anweisung abgebildet. Hier ist besonders 
wichtig, dass die „where“–Bedingung den 1. Schlüssel vergleicht.. Würde die 
„where“–Bedingung weggelassen, wird die komplette Tabelle „AAT“ gelöscht. 
 when file–delete 
          EXEC SQL 
          DELETE AAT 
          WHERE ( "AAT"."AAT_KEYD01" = :AAT–AAT–KEYD01 ) 
          END–EXEC 
Abbildung 23: Delete–Anweisung mit ESQL 
Nach Ausführung der SQL–Operationen, jedoch vor der „Commit“–Anweisung 
werden Fehler abgefragt und eine entsprechende Fehlerbehandlung ausgeführt. 
Die bisher nicht benötigten COBOL–Dateioperationen „file–open“, „file–close“, 
„file–start“, „file–read–next“ und „file–read–previous“ werden für die Verwendung 
der Cursor eingesetzt. Die Verwendung eines Cursors erfolgt in fünf Schritten 
(siehe Kapitel 5.5): 
 
1. Das Deklarieren des Cursors wird bei der Operation „file–open“ durchgeführt. 
Die Unterscheidung zwischen dem Vor– und Rückwärtscursor ist notwendig, 
da der Benutzer durch Blättern in den Daten, die Navigationsrichtung ändern 
kann und hierfür ein neues „Resultset“ benötigt. In Abbildung 24 wird „AAT–
fc“ als ein Vorwärtscursor und „AAT–pc“ als ein Rückwärtscursor deklariert.  
     when file–open 
         EXEC SQL 
             declare AAT–fc readonly cursor for AAT–fcstr 
         END–EXEC 
         EXEC SQL 
             declare AAT–pc readonly cursor for AAT–pcstr 
         END–EXEC 
Abbildung 24: Deklarieren der Cursor mit ESQL 
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2. Das Öffnen/Definieren des Cursors erfolgt bei „file–read–next“, sowie „file–
read–previous“ und nicht bei „file–start“. Dies geschieht, weil die COBOL–
Dateioperation „read ... next/previous“ nicht zwangsweise die Dateioperation 
„start“ benötigt.  
 
3. Wiederholtes Lesen (Abrufen, fetch) von Zeilen aus dem Cursor, die 
wahlweise aktualisiert oder gelöscht werden können, führen die Operationen 
„file–read–next“ und „file–read–previous“ aus.  
 
     when file–read–next 
          if w–AAT–start = 0 
             move file–start–1   to w–AAT–start 
          end–if 
          perform AAT–read–next 
   * 
    AAT–read–next section. 
    be–00. 
        evaluate w–AAT–start 
         when file–start–1 
            if w–AAT–fc not = "J" 
               perform AAT–sf011 
            end–if 
            perform AAT–rf 
        end–evaluate. 
    be–99. 
        exit. 
   * 
    AAT–sf011 section. 
    be–00. 
        move space       to AAT–sstring 
        string 
        "select * from AAT where AAT_KEYD01 >= ? " 
        "order by AAT_KEYD01 asc" 
        into AAT–sstring 
        EXEC SQL 
        prepare AAT–fcstr from :AAT–sstring 
        END–EXEC 
        EXEC SQL OPEN AAT–fc using :AAT–AAT–KEYD01 END–EXEC 
        move "J"        to w–AAT–fc. 
    be–99. 
      exit. 
 
   * 
    AAT–rf section. 
    be–00. 
        EXEC SQL 
        FETCH AAT–fc INTO 
         :dbr–AAT 
        END–EXEC 
    be–99. 
        exit. 
Abbildung 25: Öffnen des Cursors und wiederholtes Lesen mit ESQL 
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4. Schließen des Cursors erfolgt bei „file–start“. Hier wird der Cursor, mit dem 
zuletzt gearbeitet wurde, geschlossen. Ein Grund hierfür ist, dass sich die 
Leserichtung ändert. Wurde bisher vorwärts gelesen, so soll nun rückwärts 
gelesen werden.  
      if file–io–start 
         if w–AAT–cur–pc = "J" 
            perform init–AAT–pc 
         end–if 
         move file–io     to w–AAT–start 
   * 
    init–AAT–pc section. 
    in–00. 
        if w–AAT–cur–pc = "J" 
         EXEC SQL close AAT–pc END–EXEC 
        initialize w–AAT–cur–pc. 
    in–99. 
      exit. 
Abbildung 26: Schließen des Cursors mit ESQL 
 
5. Deallozieren des Cursors, wenn das Programm ihn nicht mehr braucht. 
Hierauf wird verzichtet. 
 
Für die COBOL–Dateioperationen werden für pro Dateischlüssel vier Start–
Anweisungen innerhalb der Dateizugriffs–Copy’s verwendet (>=, <, >, <=).  
Die Start–Anweisung positioniert den Satzzeiger innerhalb der Datei. Die 
Anweisung „start d9165 key > aat–key1” positioniert im Index hinter dem 
Schlüsselwert „aat–key1“. Die Leseanweisung „read d9165 next end“ liest den 
Datensatz mit dem nächstgrößeren Schlüssel „aat–key1“. Wird dagegen die 
Leseanweisung „read d9165 previous end“ ausgeführt, wird der Datensatz mit 
dem nächstkleineren Schlüssel „aat–key1“ gelesen. Die Leserichtung 
entscheidet, ob der Vor– oder der Rückwärtscursor eingesetzt wird. Hierfür sind 
unterschiedliche „Select“–Anweisungen innerhalb der Cursor erforderlich, und 
zwar sowohl für den Vor– als auch den Rückwärtscursor. Für die 
Auftragsartendatei mit 2 Schlüsseln würde das heißen, es müssten 16 (2 
Dateischlüssel * 4 Startanweisungen * 2 Cursortypen) verschiedene „Select“–
Anweisungen hinterlegt werden. In Abbildung 25 ist beispielhaft das 
Vorwärtslesen über den Dateischlüssel 1 mit der Bedingung „>=“ demonstriert.  
 
Probleme treten auf, wenn Benutzern der Zugriff auf Spaltenebene (einzelne 
Attribute) verwehrt ist. Beispielsweise darf der Benutzer „Meyer“ die Preise eines 
Artikels nicht lesen. Bei einem „SELECT *“ wird infolge dessen, kein Ergebnis 
zurückgeliefert, auch nicht der Attribute die eigentlich gelesen werden dürften.  
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8.3 SQL – Descriptor Area 
Dies ist eine weitere Möglichkeit, von den COBOL–Programmen in der 
Entwicklungsumgebung Net Express, auf die relationale Datenbank zuzugreifen. 
Bei ESQL ist die Definition der Hostvariablen eine notwendige Voraussetzung. 
Die zu verwendenden Spalten der Tabellen stehen bereits bei der Übersetzung 
des Programms fest. Werden die Tabellen erweitert, müssen auch die 
Hostvariablen angepasst werden und die Programme neu compiliert werden. 
 
Anders verhält es sich bei der Verwendung der SQL – Descriptor Area, da hier 
wird mit dynamischen Feldlisten gearbeitet wird. Der Zugriff erfolgt mit statischen, 
wie auch mit dynamischen SQL und wird von den Klauseln „EXEC SQL“ und 
„END–EXEC“ eingeschlossen. Über die dynamischen Feldlisten können die 
einzelnen Attribute parametrisiert angesprochen werden. Für die SQL–
Anweisungen wird die Struktur der Attribute (Spalten) gefüllt, diese dem 
„Communication Descriptor“ als Parameterliste (Spaltennamen, Datentypen, 
Längen) übergeben. Der Descriptor liefert die Pointer der eigentlichen 
Datenfeldern zurück. Innerhalb der „Descriptor Area“ – Schicht werden, wie zuvor 
beim ESQL, ODBC–Aufrufe für den Datenaustausch mit der relationalen 
Datenbank erzeugt.  
 
Für jede Tabelle werden eigene Descriptoren definiert. Es wird jeweils ein 
Descriptor für das „Selektieren“, das „Schreiben“ und „Ändern“ von Daten 
definiert. Der Descriptor zum „Selektieren“ der Auftragsarten muss, wie in 
Abbildung 27 dargestellt, definiert werden. Für die Struktur der einzelnen Spalten 
steht die Tabelle „AATSSQLVAR“ zur Verfügung. Hier werden die Spaltennamen, 
Datentypen, Längen und Pointer der Spalten verwaltet. 
    01 AATSSQLD sync. 
       05 AATSSQLDAID          PIC X(8) VALUE "AATSSQLD". 
       05 AATSSQLDABC          PIC S9(9) COMP–5 value 0. 
       05 AATSSQLN             PIC S9(4) COMP–5 value 0. 
       05 AATSSQLDC            PIC S9(4) COMP–5 value 0. 
       05 AATSSQLVAR OCCURS 0 TO 1489 TIMES DEPENDING ON 
          AATSSQLDC. 
          10 AATSSQLTYPE       PIC S9(4) COMP–5. 
          10 AATSSQLLEN        PIC S9(4) COMP–5. 
          10 AATSSQLDATA       USAGE POINTER. 
          10 AATSSQLIND        USAGE POINTER. 
          10 AATSSQLNAME. 
             15 AATSSQLNAMEL     PIC S9(4) COMP–5. 
             15 AATSSQLNAMEC     PIC X(30). 
Abbildung 27: Aufbau eines Descriptors 
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Um mit dem Descriptor kommunizieren zu können, wird diese Parameterliste mit 
der dynamischen Feldliste aus Spaltennamen, Datentypen und Längen dem 
RDBMS übergeben. Beim erstmaligen Gebrauch einer Tabelle wird die 
Parameterliste gefüllt. Hierfür eignet sich, die in den COBOL–Programmen 
verwendete Dateioperation „file–open“, zu benutzen. Diese Sektion ruft, 
beispielsweise für die Tabelle „AAT“, das Kapitel „get–AAT–fields“ auf. Dort wird 
das Unterprogramm „U–DBFELD“ aufgerufen. Dieses füllt die Parameterliste. 
Das Programm ist universell einsetzbar, da das „Dateikürzel“ als Parameter, 
übergeben wird. Um Problemen mit Spaltenberechtigungen aus dem Weg zu 
gehen, wie dies mit ESQL (siehe Kapitel 8.2) der Fall ist, werden die im RDBMS 
hinterlegten Spaltenberechtigungen abgefragt. Dadurch besteht die Möglichkeit 
SQL–Abfragen an die relationale Datenbank zu schicken, die nur die Inhalte der 
berechtigten Spalten ausgegeben. Für die dynamische Feldliste werden nur für 
die berechtigten Spalten, die Pointer gesetzt, wie dies in Abbildung 28 der Fall 
ist. 
        if file–io = file–open 
           perform get–AAT–fields 
           EXEC SQL 
            declare AAT–fr cursor for AAT–frstr 
           END–EXEC 
        end–if 
 
    get–AAT–fields section. 
    ge–00. 
        move "AAT"             to l–bfe–datei 
        call "U–DBFELD"        using w–link–area l–bfe 
        cancel "U–DBFELD" 
   * 
        if l–bfe–be1 (db–i1) = "J" 
           add 1      to db–i2 
           set AATssqldata (db–i2) to address of AAT–AAT–ART. 
        if l–bfe–be1 (db–i1) = "J" 
           add 1      to db–i2 
           set AATssqldata (db–i2) to address of AAT–AAT–LAND. 
        if l–bfe–be1 (db–i1) = "J" 
           add 1      to db–i2 
           set AATssqldata (db–i2) to address of  
               AAT–AAT–BEZEICHNUNG. 
        if l–bfe–be1 (db–i1) = "J" 
           add 1      to db–i2 
           set AATssqldata (db–i2) to address of AAT–AAT–TXT. 
   *          
        add 1    to db–i2 
        set AATssqldata (db–i2) to address of AAT–AAT–keyd01 
        add 1    to db–i2 
        set AATssqldata (db–i2) to address of AAT–AAT–keyd02. 
   * 
    ge–99. 
        exit. 
Abbildung 28: Erzeugen der dynamischen Feldliste abhängig von Berechtigungen 
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Die Syntax für die SQL–Anweisungen ist gewöhnungsbedürftig. Die eigentlichen 
Schlüsselworte wie „Select“, „Insert“ oder „Update“ gibt beim Umgang mit dem 
Descriptor nicht. Für die „Select“–Anweisung wird, wie Abbildung 29 zeigt, die 
Anweisung mit dem COBOL–Befehl „string“ zusammengesetzt. Die Variable „db–
AAT–sell“ beinhaltet die gewünschten Spalten. Die Anweisungsfolge aus 
„Prepare“, „Open“, „Fetch“ und „Close“ führt den „Select“ auf die relationale 
Datenbank aus.  
        when file–read–1 
              move space to db–AAT–sel 
              string db–AAT–sell     delimited by "  " 
                 " from AAT where AAT_KEYD01 = ?" 
                 into db–AAT–sel 
          EXEC SQL 
              PREPARE AAT–frstr FROM :db–AAT–sel 
          END–EXEC 
          EXEC SQL 
              OPEN AAT–fr using :AAT–AAT–KEYD01 
          END–EXEC 
          EXEC SQL 
              fetch AAT–fr using descriptor :AATssqld 
          END–EXEC 
          EXEC SQL close AAT–fr END–EXEC 
Abbildung 29: Select–Anweisung mit dem SQL– Descriptor 
Auch für das wiederholte Lesen (vorwärts/rückwärts) in einer Schleife, mit dem 
Cursor (siehe Kapitel 8.2), sollen die Descriptoren verwendet werden. Der Kern 
eines Cursors besteht auch nur aus einer „Select“–Anweisung. 
 
Die Standard – SQL–Anweisungen für „Insert“ und „Update“ werden mit der 
Anweisung „Execute“ innerhalb der SQL–Descriptor Area ausgeführt. Dies wird 
beispielhaft für die „Insert“–Anweisung in Abbildung 30 dargestellt. 
        when file–write 
        EXEC SQL 
           PREPARE AAT–frstr FROM :db–AAT–ins 
        END–EXEC 
        EXEC SQL 
           execute AAT–frstr using descriptor :AATisqld 
        END–EXEC 
Abbildung 30: Insert–Anweisung mit dem SQL– Descriptor 
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9 Vorbereitung der Umstellung 
9.1 Allgemeines 
Die Firma SRZ Software– und Beratungs GmbH beschäftigt sich bereits seit ca. 
10 Jahren, mit dem Gedanken, für die Datenhaltung eine Datenbank zu nutzen. 
Dabei ist der Frage nachgegangen worden, wie muss der interne Aufbau der 
ERP/PPS Software M.A.S.T beschaffen sein, damit die Datenhaltung in einer 
Datenbank verwaltet werden kann. Ein grundlegender Schritt war die Schaffung 
der Drei–Schichten–Architektur. Die drei Schichten unterteilen sich in eine 
Benutzungsoberflächen (GUI) – Schicht, eine Fachkonzeptschicht und eine 
Datenhaltungsschicht. Von Interesse ist hier die Teilung der 
Datenhaltungsschicht von der Fachkonzeptschicht, auf die Schaffung der 
Benutzeroberflächenschicht wird nicht eingegangen. 
 
 
 
 
 
 
 
 
 
 
Abbildung 31: Drei–Schichten–Architektur 
 
9.2 Umwandeln der relativen Dateien in index – 
sequentielle Dateien 
Innerhalb der ERP/PPS Software M.A.S.T existierten neben den sequentiellen 
und index–sequentiellen auch relative Dateien. In diesen wurden Stammdaten 
gespeichert, z. B. der Teilestamm. Die Verwendung der relativen Dateien war 
historisch bedingt. Die Anfänge der ERP/PPS Software M.A.S.T wurden in den 
1970ern gelegt. Um möglichst schnell auf die Daten zugreifen zu können, wurden 
große Stammdatentabellen in relativen Dateien gespeichert. Um die 
Zugriffsgeschwindigkeit zu steigern, wurden die relativen Satzadressen in einer 
index–sequentiellen Datei verwaltet. Folgende Operationen waren für das Lesen 
eines bestimmten Teiles erforderlich: 
1. Füllen der Schlüsselfelder der index–sequentiellen Datei 
2. Lesen der index–sequentiellen Datei 
GUI–Schicht 
Fachkonzeptschicht 
Datenhaltungsschicht 
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3. Übergabe der relativen Satzadresse 
4. Lesen der relativen Datei 
 
Um diese aufwendige und fehleranfällige Art des Zugriffs zu vereinfachen, 
wurden die relativen Dateien in index–sequentielle Dateien übernommen. Somit 
wurde die index–sequentielle Datei mit den relativen Satzadressen überflüssig. 
 
9.3 Bereinigen von Dateistrukturen 
In COBOL besteht die Möglichkeit einen bereits definierten Datenbereich unter 
einem anderen Namen mit einer anderen zweiten Datenstruktur zu definieren. 
Dies wird mit Hilfe der „REDEFINES“–Klausel dem Anwendungsprogramm 
zugänglich gemacht. So waren beispielsweise die Auftragsköpfe und die 
Auftragspositionen in einer Datei definiert. Das erste Feld der beiden 
unterschiedlichen Definitionen war die Satzart. Der Auftragskopf beinhaltete ein 
„K“ und die Auftragsposition ein „P“. Die Anwendungsprogramme der ERP/PPS 
Software M.A.S.T, verwendeten je nach Inhalt der Satzart, die eine oder andere 
Satzbeschreibung. Die Inhalte der Datei wurden in zwei getrennten index–
sequentiellen Dateien übernommen. Die „REDEFINES“–Klausel wurde dadurch 
überflüssig. Die Anwendungsprogramme der ERP/PPS Software M.A.S.T 
mussten manuell geändert werden, da sich hierfür kein Automatismus finden ließ. 
Dies war eine umfangreiche Aktion, bei der eine Vielzahl von Programmen 
geändert und getestet wurden. Das Eliminieren dieser Redefinitionen war eine 
der wichtigsten Voraussetzungen zur Schaffung der Grundlagen für die 
Datenbank.  
 
9.4 Auslagern der Dateizugriffe 
Die Teilung der Datenhaltungsschicht von der Fachkonzeptschicht konnte 
ebenfalls nur manuell durchgeführt werden. Für die Dateizugriffe wurden 
Zugriffs–Copy’s (siehe Abbildung 11) geschrieben. In den 
Anwendungsprogrammen der ERP/PPS Software M.A.S.T wurden die 
Dateizugriffe gelöscht. Dafür musste die entsprechende Operation durch das 
Setzen der Variablen „file–io“ und den Aufruf der Prozedur in den Quellcode 
implementiert werden. Der Verweis auf die Verwendung der Zugriffs–Copy’s 
wurde durch die „Copy“–Anweisung hergestellt. Des weiteren wurden Copy–
Dateien für die Dateibeschreibungen, die Dateistrukturen und die Arbeitsfelder 
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geschrieben. Diese mussten ebenfalls in den Quellcode implementiert werden. 
Das Auslagern der Dateizugriffe wurde in mehreren Schritten vollzogen.  
 
9.5 Anpassen der Datenbeschreibungen 
Die Datenbeschreibung besteht, wie in Kapitel 4.2 beschrieben, aus den vier 
Elementen: 
1. Stufennummer 
2. Datenname (Name des Datenfeldes) 
3. Feldattribute (PICTURE – Klausel) 
4. Zusatzklauseln 
 
Für die Entwicklung der Programme, die für eine computerunterstützte 
Übernahme in eine relationale Datenbank sorgen, müssen einheitliche Strukturen 
geschaffen werden. Der interne Dateiname „d9165“ entspricht früheren 
firmeninternen Namenskonventionen. Der Datenname der „01“–Stufe besteht aus 
„r“ und der Dateinummer. Für die übrigen Datennamen gilt, dass die Namen aus 
einem dreistelligen „Kürzel“ (z. B. „aat“), einem Bindestrich und einer 
identifizierenden Bezeichnung besteht. Der Datenname des Primärschlüssels 
besteht aus dem dreistelligen „Kürzel“ und dem Anhang „–key1“. Der 
Datennamen des Datensatzes („r9165–satz“) wird aus dem Datennamen der 
„01“–Stufe und dem Anhang „–satz“ gebildet. 
 
    fd d9165. 
    01 r9165. 
       05 aat–key1. 
          10 aat–art           pic xxx. 
          10 aat–land          pic 99. 
       05 r9165–satz. 
          10 aat–bezeichnung    pic x(20). 
          10 aat–txt1          pic x(30). 
          10 aat–teilrechnung   pic x. 
          10 aat–filler         pic x(9). 
Abbildung 32: Anpassen der Datenbeschreibung 
Bei den Datenbeschreibungen vergab jeder Entwickler die Namen willkürlich. So 
existierten vor dem Bindestrich ein–, zwei– oder dreistellige Kürzel. Meist war 
auch der Name des Primärschlüssels (hier „aat–key1“) nicht einheitlich. Die 
Einheitlichkeit der Datenbeschreibungen ist besonders wichtig, weil sich dadurch 
Algorithmen entwickeln lassen, mit denen eine selbstständige 
Programmgenerierung, beispielsweise der Datenbank–Copy–Elemente, möglich 
wird.  
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9.6 Bereinigen der Programme  
Nach der Umstellung auf die relationale Datenbank, ändert sich das Verhalten 
der Anwendungsprogramme gegenüber der Datenhaltungsschicht. Wurden 
bisher Dateien für die Bearbeitung geöffnet und beim Verlassen des Programms 
wieder geschlossen, so müssen nun die Programme eine Verbindung zur 
Datenbank aufbauen und diese später wieder beenden. Wie stellt man nun eine 
solche Verbindung her? Eine Möglichkeit wäre, dies manuell in sämtlichen 
Programmen einzubauen. Die bessere Alternative ist, diese Programmteile in 
Copy–Dateien auszulagern. In jedem Programm wurde, innerhalb der Cobol–
Section „prog–start–input“, durch Abfragen der Konstanten „database”, der 
„connect“ zur relationalen Datenbank, ausgeführt. Der „disconnect“ wird über 
das Copy–Element „C–PRGEND“ am Ende des Programms aufgerufen. Um 
diese Möglichkeiten zu schaffen, wurden in sämtlichen Programmen, Synonym–
Aufrufe eingebaut. Dadurch weisen alle Programme die gleiche Struktur auf. 
Was in den Aufrufen steht, lässt sich jederzeit austauschen.  
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10 Durchführung der Umstellung 
10.1 Definieren der Tabellen in der relationalen Datenbank 
10.1.1 Allgemeine Überlegungen 
 
Frage: Wie kommen die Tabellen in die relationale Datenbank? 
 
Auf diese Fragen gibt es mehrere Antworten. Eine Möglichkeit die Tabellen im 
RDBMS anzulegen ist, selbst SQL–Skripte zu schreiben, die Tabellen anlegen. 
Eine weitere Möglichkeit wäre es, Tabellen über die Verwaltungskomponenten 
des RDBMS anzulegen. Beide Verfahren sind sehr zeitaufwendig und darüber 
hinaus fehleranfällig. Die Dateistrukturen der einzelnen COBOL–Dateien sollen 
erhalten bleiben, d. h. es wird eine Lösung gesucht, mit der es möglich ist, die 
Dateistrukturen zu lesen und daraus Tabellen im RDBMS anzulegen. Die Daten 
des COBOL–Dateisystems können über die ERP/PPS Software M.A.S.T, aber 
auch über MS Excel, bearbeitet werden. Woher kennt MS Excel die 
Dateistrukturen? Dies geschieht über den Zugriff mit ODBC, den es nicht nur für 
Datenbanken gibt, sondern auch für die COBOL–Dateien des Compilerherstellers 
Micro Focus. Der Datenaustausch findet, mit einem ODBC–Treiber der Firma 
Parkway, statt. Die Informationen über vorhandenen Dateien, deren Felder und 
Schlüssel sind also vorhanden. Wo befinden sich diese Informationen, 
beziehungsweise wie kommt man an sie heran? Nach Rücksprache, mit dem 
Hersteller, wurden diese Informationen bekannt gegeben. In sogenannten 
„Systemdateien“ werden die Daten, welche die Datenstrukturen des 
Dateisystems beschreiben, gespeichert.  
 
Die Systemdateien beinhalten: 
1. Informationen zu den Tabellen („SYSTABLES“) 
2. Informationen zu den Attributen („SYSCOLUMNS“) 
3. Informationen zu den Schlüsselobjekten („SYSINDEXES“) 
4. Informationen zu den Datentypen („SYSTYPES“) 
 
Die Systemdateien können in der gleichen Art und Weise, von COBOL–
Programmen gelesen werden, wie andere Dateien auch. Dadurch ist man in der 
Lage, COBOL–Programme zu schreiben, die Tabellen und Spalten selbstständig 
im RDBMS anlegen. 
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Das selbstständige Anlegen der Tabellen bietet folgende Vorteile:  
• Zeitersparnis, bei ca. 600 Tabellen  
• Keine Fehler beim Anlegen, d. h. kein Vertippen 
• Verwendung einheitlicher Namenskonventionen 
• Änderungen sind schnell durchführbar, z. B. bei der Verwendung anderer 
Datentypen (siehe Kapitel 7.3) 
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10.1.2  Erstellen der Tabellen  
 
 
 
 
 
 
 
 
 
 
 
 
 
Abbildung 33: Schritte zur Erstellung der Tabellen 
 
In mehreren COBOL–Programmen werden die Tabellen, in der relationalen 
Datenbank, selbstständig angelegt. Die Aufgaben dieser Programme lassen sich 
der Abbildung 33 entnehmen. In einem Steuerprogramm werden die einzelnen 
Unterprogramme nacheinander aufgerufen. Dazu wird jedem Programm, der 
Name der Tabelle, z. B. „AAT“, übergeben. Das Steuerprogramm selbst, liest in 
einer Leseschleife, nacheinander die Tabellennamen aus einer sequentiellen 
Textdatei aus. Bei einem Durchgang wird eine Tabelle mit ihren Schlüsseln im 
RDBMS selbstständig angelegt. 
 
Die Teilung der Aufgaben bietet folgende Vorteile:  
• Fehler können leichter lokalisiert werden, wenn die Aufgaben geteilt sind. 
• Die Programme werden später für Verwaltungsaufgaben des RDBMS 
eingesetzt. 
• Neue Tabellen können über den selben (automatischen) Weg angelegt 
werden (Kompletter Durchlauf). 
• Neue Spalten bei vorhandenen Tabellen können angelegt werden. 
• Neue Einschränkungen bei vorhandenen Tabellen können angelegt 
werden. 
• Neue Schlüssel bei vorhandenen Tabellen können angelegt werden. 
  
 
Tabellen mit 
Spalten anlegen 
Einschränkungen vergeben 
 
Schlüssel anlegen 
Teil 1 
Schlüssel anlegen 
Teil 2 
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Frage: Warum werden die bestehenden Tabellen geändert? 
Sehr häufig ändern sich die Tabellen, dies ist ungefähr 50 mal im Jahr der Fall. 
Die Häufigkeit wird verursacht durch die laufenden Projekte. Anders ist dies bei 
einer Software, die einen fest definierten Funktionsumfang umfasst, wie z. B. bei 
einer Finanzbuchhaltung. 
 
Die Tabellen werden firmenintern, mit Hilfe dieser Programme, angelegt. Für den 
externen Gebrauch (dem Kunden gegenüber) werden SQL–Skripte, aus dem 
RDBMS heraus, generiert.  
10.1.3 Teilbereich Tabellen mit Spalten anlegen 
      
     Verbindung zum RDBMS herstellen. 
      
 
 
 
 
      
     Anlegen der Tabelle mit der 1. Spalte. 
 
 
 
           
           
           
           
     Lesen der Spalteninformationen,  
     weitere Spalte hinzufügen. 
 
 
 
 
 
           
     Weitere Spalte zu dieser Tabelle 
     vorhanden? 
 
 
 
     Verbindung zum RDBMS beenden 
 
Abbildung 34: Ablauf des Programms „Tabelle mit Spalten anlegen“ 
Dieses erste Programm legt die Tabelle an. In einer Leseschleife wird die Datei 
„SYSCOLUMNS“ gelesen. Zunächst einmal wird die Tabelle mit der ersten 
Spalte angelegt. Dazu wird der „Create Table“–SQL–Befehl mit dem COBOL–
Befehl „String“ zusammengesetzt, bevor er unter Verwendung der SQL – 
„Descriptor Area“ – Schicht ausgeführt wird.  
Verbinden 
CREATE  
TABLE 
Spalte 
anhängen 
EOF 
Schließen 
1 
1 
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       move syc–length         to w–l1 
       string "create table "  delimited by size 
           syc–table           delimited by space 
           "("                 delimited by space 
           syc–column          delimited by space 
           " varchar("         delimited by size 
           w–l1                delimited by size 
           "))"                delimited by size into prep 
Abbildung 35: Erzeugen des „Create Table“-Befehls 
Die Abbildung 35 zeigt die COBOL–Anweisung, um einen „Create Table“–SQL–
Befehl zu generieren. Die Tabelle wird mit einer Spalte, die den Datentypen 
„varchar“ beinhaltet, angelegt. Die Variable „syc–table” beinhaltet den 
Tabellennamen, „syc–column“ den Spaltennamen und in „w–l1“ befindet sich die 
Länge des alphanumerischen COBOL–Datenfeldes. Abhängig von den COBOL–
Datentypen, sowie den in der relationalen Datenbank zu verwendenden 
Datentypen, werden unterschiedliche SQL–Befehle erzeugt.  
 
Beispiel einer selbstständig erzeugten SQL–Anweisung: 
• Create Table AAT (AAT_ ART varchar(3)) 
 
 
Im weiteren Verlauf des Programms wird für jede Spalte, die zu dieser COBOL–
Datei gehört, der Datenbanktabelle eine neue Spalte hinzugefügt. Für das 
Anhängen der Spalten wird ebenfalls, abhängig von den zuvor genannten 
Bedingungen zu den Datentypen, der Befehl erzeugt. 
      string "alter table "  delimited by size 
           syc–table          delimited by space 
           " add "            delimited by size 
           syc–column         delimited by space 
           " decimal($"       delimited by size into prep. 
      move 0              to g1. 
      inspect prep tallying g1 for characters 
            before initial "$" 
      add 1    to g1 
      evaluate syc–precision 
        when 0 thru 9 
           move syc–precision   to w–l1 
               move w–l1          to prep (g1:1) 
               add 1              to g1 
        when 10 thru 99 
           move syc–precision   to w–l2 
               move w–l2          to prep (g1:2) 
              add 2              to g1 
      end–evaluate. 
      move syc–scale          to w–l1. 
      move ","                to prep (g1:1). 
      add 1                   to g1. 
      move w–l1               to prep (g1:1). 
      add 1                   to g1. 
      move "),"               to prep (g1:2). 
Abbildung 36: Erzeugen eines „Alter Table“-Befehls 
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In Abbildung 36 ist die COBOL–Syntax für das Anhängen einer Spalte mit 
numerischen Inhalt dargestellt. Zunächst wird der „Alter Table“–SQL–Befehl in 
der Variablen „prep“ zusammengesetzt. Dabei wird, für die Länge der Platzhalter, 
„$“ verwendet. Mit dem COBOL–Befehl „inspect ... tallying“ wird die Position des 
Platzhalters ermittelt. Um beispielsweise den Datentyp „decimal (8,2) im RDBMS 
zu generieren, wird die Anzahl der Vorkommastellen „8“, das Komma und die 
Anzahl der Nachkommastellen „2“ dem Übergabestring übergeben. Die 
Fallunterscheidung „evaluate“ ist notwendig, da der String nicht mit „08“ gefüllt 
werden darf. 
 
Beispiel einer selbstständig erzeugten SQL–Anweisung: 
• Alter Table AAT add AAT_ LAND decimal(2,0), 
 
10.1.4 Teilbereich Einschränkungen vergeben 
      
     Verbindung zum RDBMS herstellen. 
 
 
 
 
      
 
 
     Lesen der Spalteninformationen, 
     Spaltendefinition ändern. 
      
 
 
 
 
 
     Weitere Spalte zu dieser Tabelle 
     vorhanden? 
 
 
 
     Verbindung zum RDBMS beenden. 
 
Abbildung 37: Ablauf des Programms „Einschränkungen vergeben“ 
Das zweite Programm vergibt die Einschränkungen zu den, bereits im RDBMS 
angelegten Tabellen und Spalten. Es ist vorgesehen, die Klausel „Not Null“, zu 
benutzen. Das Programm arbeitet wie zuvor das Programm „Tabellen mit Spalten 
anlegen“ mit einer Leseschleife. Auch hier wird die Datei „SYSCOLUMNS“ 
Verbinden 
Spalte 
ändern 
EOF 
Schließen 
1 
1 
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gelesen. Nun geht das Programm davon aus, dass für jeden gelesenen Satz eine 
Spalte (Attribut) im RDBMS existiert.  
      string "alter table "      delimited by size 
         syc–table               delimited by space 
         " alter column "        delimited by size 
         syc–column              delimited by space 
         " datetime NOT NULL,"   delimited by size into prep. 
Abbildung 38: Einschränkungen den Spaltendefinitionen hinzufügen 
Wie in Abbildung 38 zu sehen ist, werden die Einschränkungen, durch das 
Ändern der Tabellenspalte, vergeben. Hier wird eine Spalte, die ein Datum 
beinhaltet, geändert.  
 
Beispiel einer selbstständig erzeugten SQL–Anweisung: 
• Alter Table ART alter column ART_ AENDDAT datetime NOT NULL, 
 
10.1.5 Teilbereich Schlüssel anlegen, 1. Teil 
    
     Verbindung zum RDBMS herstellen. 
 
 
 
 
 
 
     Lesen der Schüsselinformationen,   
     anhängen des „zusammengesetzten 
     Schlüsselfeldes“ als Spalte. 
 
 
 
 
 
     Anlegen des Index. 
 
 
 
 
 
 
 
     Weitere Spalte zu einem neuen Schlüssel 
     vorhanden?   
  
           
 
     Verbindung zum RDBMS beenden. 
 
Abbildung 39: Ablauf des Programms „Schlüssel anlegen“, Teil 1 
Verbinden 
ALTER  
TABLE 
“ADD“ 
CREATE 
INDEX 
EOF 
Schließen 
1 
1 
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Im 1. Teil werden die Schlüsselobjekte, die aus den zusammengesetzten 
Schlüsselfeldern bestehen, angelegt. Wie im Kapitel 6.3, Dateizugriffe über 
Satzzeiger, beschrieben, sind diese zusammengesetzten Schlüssel für das 
Lesen (Selektieren) von Daten erforderlich. In einer Leseschleife wird die Datei 
„SYSINDEXES“ gelesen.  Zunächst werden die zusätzlichen Spalten, z. B. 
„AAT_KEYD01“, der Tabelle „AAT“ hinzugefügt. Die Längen der einzelnen Felder 
werden addiert und mit dem „Alter Table“–SQL–Befehl der Tabelle „AAT“ 
angehangen. 
       string "alter table "      delimited by size 
           l–dat                delimited by space 
           " add "               delimited by size 
           w–kn                 delimited by space 
           " varchar("             delimited by size 
           w–l1                 delimited by size 
           "),"                 delimited by size into prep 
Abbildung 40: Anhängen eines zusammengesetzten Schlüssels 
In der Abbildung 40 wird der Befehl, zum Anhängen einer Spalte an eine Tabelle 
im RDBMS, durch den „String“–Anweisung erzeugt. Das Feld „l–dat“ beinhaltet 
die Tabelle, „w–kn“ den Spaltennamen und „w–l1“ die Länge des Feldes. 
  
Beispiel einer selbstständig erzeugten SQL–Anweisung: 
• Alter Table AAT add AAT_ KEYD01 varchar(5)), 
  
Anschließend wird das Index–Datenbankobjekt erzeugt. Das angehangene Feld, 
das einem Schlüssel bildet, wird in der Variablen „w–kne“ gespeichert. Die 
Variable „g1“ wird als Zähler benutzt. 
      string "create unique index "  delimited by size 
           l–dat             delimited by space 
         "KEY_P"              delimited by size 
           g1               delimited by size 
           " on "             delimited by size 
           l–dat             delimited by space 
           " ("              delimited by size 
           w–kne             delimited by " " 
           "),"              delimited by size into prep 
Abbildung 41: Erzeugen eines Index–Objektes für einen zusammengesetzten Schlüssel 
In Abbildung 41 wird der erste Schlüssel mit dem SQL–Befehl „create unique 
index“ erzeugt. Weitere Index–Objekte werden nur mit „create index“ erzeugt.  
 
Beispiel einer selbstständig erzeugten SQL–Anweisung: 
• create unique index AATKEY_P01 on AAT (AAT_KEYD01), 
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10.1.6 Teilbereich Schlüssel anlegen, 2. Teil 
    
     Verbindung zum RDBMS herstellen. 
 
 
 
 
 
 
     Lesen der Schüsselinformationen,   
     Anlegen des Index. 
 
 
 
 
 
 
     Weitere Spalte zu einem neuen Schlüssel 
     vorhanden? 
 
 
 
 
     Weitere Spalte zu dieser Tabelle.   
Abbildung 42: Ablauf des Programms „Schlüssel anlegen“, Teil 2 
Im 2. Teil werden weitere Schlüsselobjekte im RDBMS generiert. Anders als im 
1. Teil werden hier nur die Indexobjekte erzeugt. Zu einem Index gehören eine 
oder mehrere Spalten. Diese Schlüsselobjekte im RDBMS sind identisch zu den 
definierten Schlüsseln des COBOL–Dateisystems. In einer Leseschleife wird die 
Datei „SYSINDEXES“ gelesen.  Die Felder, die zu einem Schlüssel gehören, 
werden in der Variablen „w–kne“ gesammelt. Die Variable „g1“ wird als Zähler 
benutzt. 
      string "create index "       delimited by size 
           l–dat            delimited by space 
         "KEY_P"             delimited by size 
           g1              delimited by size 
           " on "            delimited by size 
           l–dat            delimited by space 
           " ("             delimited by size 
           w–kne            delimited by " " 
           "),"             delimited by size into prep 
Abbildung 43: Erzeugen eines Index–Objektes für einfache Schlüssel                        
In Abbildung 43 ist dargestellt, wie der zweite oder ein weiterer Schlüssel mit 
dem SQL–Befehl „create index“ erzeugt wird.  
 
Beispiel einer selbstständig erzeugten SQL–Anweisung: 
• create index AATKEY_P03 on AAT (AAT_ART, AAT_LAND), 
Verbinden 
CREATE 
INDEX 
EOF 
Schließen 
1 
1 
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10.2 Definieren der Datenbankzugriffe 
10.2.1 Allgemeine Überlegungen 
 
Frage: Wie entstehen die Standardroutinen für die Zugriffe auf die relationale 
Datenbank? 
 
In den Standardroutinen mit denen Daten bearbeitet werden, müssen SQL–
Befehle der relationalen Datenbank, übergeben werden. Diese Standardroutinen 
lassen sich, mit Hilfe eines Editors, selbst schreiben. Auch hier würde diese 
Vorgehensweise einen sehr hohen Arbeitsaufwand bedeuten. Die 
Datenbearbeitung soll in dem Umfang, wie bisher, erhalten bleiben. Daten 
werden in einer datensatzorientierten Art und Weise bearbeitet. Wie im Kapitel 8 
beschrieben, werden die bisherigen Standardroutinen in der Art und Weise 
geändert, dass sie funktional die gleichen Aufgaben erfüllen, z. B. Lesen eines 
Datensatzes über den Primärschlüssel. Nach dem Durchforsten der COBOL–
Standardroutinen unterschiedlicher Dateien, werden jeweils die gleichen 
Funktionen zum Bearbeitung der Daten, ausgeführt. Unterschiede ergeben sich 
nur bei der Anzahl der Schlüssel. Daraus folgt, dass abhängig von den 
Schlüsseln, SQL–„Select“–Anweisungen und Cursor deklariert werden müssen. 
Wie im Kapitel 9.5 beschrieben, wurden die Datenbeschreibungen vereinheitlicht. 
Bei dem manuellen Editieren einer ausgewählten Standardroutine, konnte 
festgestellt werden, dass sich die Syntax nur im Schlüsselnamen änderte, 
ansonsten wurde die SQL–Anweisung des 1. Schlüssels für den 2. Schlüssel 
kopiert, usw. Für die 600 Dateien müssen Standardroutinen, die den Zugriff auf 
die relationale Datenbank steuern, geschrieben werden. Können diese Routinen 
selbstständig, erzeugt werden? Ja, sie können. Jede COBOL–Dateioperation 
wird mit den entsprechenden SQL–Befehlen ersetzt (siehe Kapitel 8). Dazu 
werden Schablonen benutzt. Das sind Dateien, in denen die SQL–
Befehlsstrukturen stehen. Anstelle der tatsächlichen Spalten–, Schlüssel– oder 
Hostvariablen–Namen stehen Symbole. Auch hier bedient man sich der 
„Systemdateien“. Entsprechend der vorhandenen Schlüssel wird die neue 
Standardroutine für die relationale Datenbank erstellt. 
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        when file–read–1 
   * 
           move space to db–$$$–sel 
           string db–$$$–sell     delimited by "  " 
              " from $$$ where $$$_KEYD01 = ?" 
              into db–$$$–sel 
   * 
         EXEC SQL 
             PREPARE $$$–frstr FROM :db–$$$–sel 
         END–EXEC 
   * 
         if sqlcode < 0 
             perform sql–$$$–fehler 
             go to io–99 
         end–if 
   * 
         EXEC SQL 
              OPEN $$$–fr using :$$$–$$$–KEYD01 
         END–EXEC 
   * 
         if sqlcode < 0 
             perform sql–$$$–fehler 
             go to io–99 
         end–if 
   * 
         EXEC SQL 
              fetch $$$–fr using descriptor :$$$ssqld 
         END–EXEC 
   * 
         if sqlcode < 0 
             perform sql–$$$–fehler 
             go to io–99 
         end–if 
   * 
         move sqlcode       to sql–error–number 
   * 
         EXEC SQL close $$$–fr END–EXEC 
   * 
          if sql–invalid–read 
               move "*"         to s1 
               go to io–50 
          end–if 
          if sqlcode < 0 
               perform sql–$$$–fehler 
               go to io–99 
          end–if 
   * 
Abbildung 44: Teil einer Schablone 
In Abbildung 44 wird ein Teilbereich einer Schablone gezeigt. Dieser Bereich 
zeigt die Syntax für das Lesen / Selektieren ohne Satzsperre für den 1. 
Schlüssel. Das COBOL–Programm zum „Anlegen der Standardroutinen“ ersetzt 
die Symbole „$$$“ mit dem „Kürzel“, z. B. „AAT“. Die Syntax wurde im Kapitel 8 
dargestellt und erläutert. Die Beispiele im Kapitel 8 waren um die Statusabfragen, 
z. B. „if sqlcode < 0“, gekürzt.   
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10.2.2 Anlegen der Standardroutinen  
 
 
 
 
 
 
 
 
 
 
Abbildung 45: Schritte zur Erstellung der Routinen für die Datenbankzugriffe 
 
Die Standardroutinen für die Datenbankzugriffe, werden über COBOL–
Programme, selbstständig angelegt. Auch hier wird das „Kürzel“ den Routinen 
übergeben. Bei einem Durchgang werden die Standardroutinen einer Tabelle 
erzeugt. Diese Vorgehensweise ergibt eine Ersparnis von ca. 1,2 Mio. 
Quellcodezeilen, die ansonsten von Hand geschrieben werden müssten. Die 
Abbildung 45 zeigt die einzelnen Schritte.  
Ersparnis = 2000 Zeilen pro Tabelle * 600 Tabellen = 1,2 Mio. Zeilen 
 
10.2.3 Teilbereich Schlüsselbehandlung 
 
Im ersten Teilbereich wird innerhalb einer Leseschleife die Datei „SYSINDEXES“ 
gelesen, zusammengesetzte Schlüsselfelder geschrieben und gefüllt. Im ersten 
Durchlauf durch die Leseschleife, für die Datei „AAT“, entsteht folgendes: 
      10 AAT–keyd01              pic x(005). 
Abbildung 46: Anlegen des 1. zusammengesetzten Schlüsselfeldes 
Diese Definition wird in dem Puffer „eins“ zwischengespeichert. Gefüllt wird diese 
Variable mit den einzelnen Schlüsselfeldern. Dieses Füllen wird in einem 
„zweiten“ Puffer gesammelt.  
      move AAT–ART             to AAT–keyd01 (001:03). 
      move AAT–LAND            to AAT–keyd01 (004:02). 
Abbildung 47: Füllen des 1. zusammengesetzten Schlüsselfeldes 
Im zweiten Durchlauf ergibt sich der zweite zusammengesetzte Schlüssel. Diese 
Definition wird dem „ersten“ Puffer angehangen. 
      10 AAT–keyd02              pic x(025). 
Abbildung 48: Anlegen des 2. zusammengesetzten Schlüsselfeldes 
Schlüsselbehandlung 
 
Vervollständigen der  
Variablen 
Standardroutine DB–Zugriff 
schreiben 
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Das Füllen mit den Einzelkomponenten wird dem Puffer „zwei“ angehangen. 
      move AAT–BEZEICHNUNG       to AAT–keyd02 (001:20). 
      move AAT–LAND              to AAT–keyd02 (021:02). 
      move AAT–ART               to AAT–keyd02 (023:03). 
Abbildung 49: Füllen des 2. zusammengesetzten Schlüsselfeldes 
Die Abbildung 50 zeigt den Ablauf der Leseschleife. Innerhalb der Leseschleife 
wird die Datei „SYSINDEXES“ gelesen, die zusätzlich benötigten 
zusammengesetzten Schlüsselfelder erzeugt und die Anweisungen zum Füllen 
dieser Variablen geschrieben. 
 
       
                               Puffer für „zusammengesetzte Schlüsselfelder“ 
     anlegen. 
 
 
 
 
 
    Puffer für „Wertzuweisungen“ anlegen 
 
 
 
 
 
 
 
                                      Schlüsselspalte an „zusammengesetzte 
     Schlüsselfelder“ übergeben 
 
 
 
 
     Weitere Schlüssel zu dieser Tabelle 
     vorhanden? 
 
 
 
 
     Dateien schließen. 
 
 
      
 
Abbildung 50: Ablauf der Schlüsselbehandlung 
10.2.4 Teilbereich Vervollständigen der Variablen 
 
Wie in Kapitel 7.2 erläutert und in der Abbildung 12 dargestellt, werden Variablen 
anders benutzt und zusätzliche Variablen benötigt. Außerdem werden 
dynamische Feldlisten für den Einsatz der SQL–„Descriptor Area“ – Schicht 
benötigt, dies wurde in Kapitel 8.3 dargestellt. Dieses Programm erzeugt in einer 
Puffer 
1 
Puffer 
2 
Schlüsselfeld defi-
nieren und füllen 
EOF 
Schließen 
Dateien 
1 
1 
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Sequenz „selbstständig“ die benötigten Komponenten. Dabei werden die 
Variablen innerhalb der „Working–Storage Section“ vervollständigt, d. h. den 
jeweiligen Arbeitsfelder–Dateien (z. B. C–AATWK) angehangen. Die Kapitel 
(„Sections“), welche die Werte aus den Hostvariablen an die Variablen innerhalb 
der Fachkonzeptschicht und „zurück“ übertragen, werden geschrieben, bzw. 
vervollständigt.  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Abbildung 51: Schritte der Variablenbehandlung 
Der erste Anweisungsblock, wie in Abbildung 51 zu sehen ist, definiert die 
Cursor–Felder. Die hier erzeugten Definitionen werden in das jeweilige Copy–
Element (z. B. C–AATWK) geschrieben. Die Variablen „db–AAT–sell“, „db–AAT–
sel“, „db–AAT–ins“, „db–AAT–upd“, „db–AAT–insl“ und „db–AAT–updl“ werden 
beim Einsatz der SQL – „Descriptor Area“ – Schicht (siehe Abbildung 30 oder 31) 
benötigt. 
    01 db–AAT–sell      pic x(8192). 
    01 db–AAT–sel      pic x(8192). 
    01 db–AAT–ins      pic x(8192). 
    01 db–AAT–upd      pic x(8192). 
    01 db–AAT–insl      pic x(8192). 
    01 db–AAT–updl      pic x(8192). 
    01 w–AAT–start     pic 999. 
    01 AAT–sstring    pic x(255). 
    01 w–AAT–cursors. 
       05 w–AAT–cur–fc. 
          10 w–AAT–fc       pic x. 
       05 w–AAT–cur–pc. 
          10 w–AAT–pc       pic x. 
Abbildung 52: Definieren der Cursor–Felder 
Cursor–Felder definieren 
Daten–Felder und Hostvariablen 
definieren 
Descriptoren definieren 
Variablen füllen 
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Die nächste Definition (Abbildung 53) die erzeugt wird, ist die „Variable“, die eine 
Transaktion steuert. Unter einer Transaktion wird bei SRZ, die erfolgreiche 
Abwicklung eines Befehls verstanden.   
    01 w–AAT–transaction     pic x. 
      88 AAT–transaction     value "J". 
Abbildung 53: Definieren der Variablen zur Steuerung einer Transaktion 
Im zweiten Anweisungsblock werden die Datenfelder geschrieben. Dabei wird die 
Beschreibung der Dateistruktur (siehe Abbildung 9) gelesen und diese der 
„Arbeitsfelder“–Datei angehangen (Abbildung 10).  
    01 r9165. 
       05 aat–key1. 
          10 aat–art           pic xxx. 
          10 aat–land          pic 99. 
       05 r9165–satz. 
          10 aat–bezeichnung    pic x(20). 
          10 aat–txt1          pic x(30). 
          10 aat–filler         pic x(10). 
Abbildung 54: Definieren der Datenfelder 
Als nächstes werden die in dem Puffer „eins“ gesammelten zusammengesetzten 
Schlüsselfelder übernommen. 
      10 AAT–keyd01              pic x(005). 
      10 AAT–keyd02              pic x(025). 
Abbildung 55: Definieren der zusammengesetzten Schlüsselfelder 
Für die Verwendung von SQL–Befehlen im Embedded–SQL–Modus werden 
Hostvariablen definiert. Dazu werden, in einer Leseschleife, die Sätze der Datei 
„SYSCOLUMNS“ gelesen. Den Spaltennamen wird das „Kürzel“ vorangestellt 
und die Definitionen erzeugt.   
    EXEC SQL BEGIN DECLARE SECTION END–EXEC 
    01 dbr–AAT. 
       10 AAT–AAT–ART           pic x(003). 
       10 AAT–AAT–LAND           pic s9(002) comp–3. 
       10 AAT–AAT–BEZEICHNUNG       pic x(020). 
       10 AAT–AAT–TXT1           pic x(030). 
       10 AAT–AAT–FILLER          pic x(010). 
Abbildung 56: Definieren der Hostvariablen, Teil 1 
Auch die in dem Puffer „eins“ befindlichen zusammengesetzten Schlüsselfelder, 
werden mit dem „Kürzel“ vorangestellt, als Hostvariablen, übernommen. 
      10 AAT–AAT–keyd01            pic x(005). 
      10 AAT–AAT–keyd02            pic x(025). 
Abbildung 57: Definieren der Hostvariablen, Teil 2 
Für die Definitionen der dynamische Feldlisten, die beim Einsatz der SQL – 
„Descriptor Area“ – Schicht (siehe Abbildung 29 oder 30) benötigt werden, 
werden im dritten Anweisungsblock des COBOL–Programms, die Descriptoren 
geschrieben. Es wird jeweils ein Descriptor für das „Selektieren“, das „Schreiben“ 
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und „Ändern“ von Daten definiert. In Abbildung 58 ist der Descriptor für das 
„Selektieren“ dargestellt. Diese Definitionen werden, aus einer Schablone, 
eingelesen. Anschließend die Symbole „$$$“ mit dem „Kürzel“ ersetzt.  
    01 AATSSQLD sync. 
       05 AATSSQLDAID          PIC X(8) VALUE "AATSSQLD". 
       05 AATSSQLDABC          PIC S9(9) COMP–5 value 0. 
       05 AATSSQLN             PIC S9(4) COMP–5 value 0. 
       05 AATSSQLDC            PIC S9(4) COMP–5 value 0. 
       05 AATSSQLVAR OCCURS 0 TO 1489 TIMES DEPENDING ON 
          AATSSQLDC. 
          10 AATSSQLTYPE       PIC S9(4) COMP–5. 
          10 AATSSQLLEN        PIC S9(4) COMP–5. 
          10 AATSSQLDATA       USAGE POINTER. 
          10 AATSSQLIND        USAGE POINTER. 
          10 AATSSQLNAME. 
             15 AATSSQLNAMEL     PIC S9(4) COMP–5. 
             15 AATSSQLNAMEC     PIC X(30). 
Abbildung 58: Definition eines „Selektieren“–Descriptors 
Zum guten Schluss wird, den angehangenen Datenbankvariablen, die „Ende“–
Markierung übergeben. 
    EXEC SQL END DECLARE SECTION END–EXEC 
Abbildung 59: Definieren der „Ende“–Markierung 
Im letzten Anweisungsblock werden die Wertzuweisungen geschrieben. Damit ist 
die Übertragung, der Variablen an die Hostvariablen und von den Hostvariablen 
an die Variablen, gemeint. Dazu wird der „zweite“ Puffer aus dem Kapitel 10.2.3 
vervollständigt. In einer Leseschleife wird die Datei „SYSCOLUMNS“ gelesen.  
Für jede Spalte wird der entsprechende Befehl „move ...“ erzeugt und dem Puffer 
angehangen. Diese Datei erhält, z. B. für die Tabelle „AAT“ den Namen „C–
AAT1M“. 
      move AAT–ART            to AAT–AAT–ART. 
      move AAT–LAND           to AAT–AAT–LAND. 
      move AAT–BEZEICHNUNG    to AAT–AAT–BEZEICHNUNG. 
      move AAT–TXT1           to AAT–AAT–TXT1. 
      move AAT–FILLER         to AAT–AAT–FILLER. 
      move AAT–keyd01         to AAT–AAT–keyd01. 
      move AAT–keyd02         to AAT–AAT–keyd02. 
Abbildung 60: Definieren der Wertzuweisungen, von den Variablen an die Hostvariablen 
Zusätzlich werden die Spaltendefinitionen auf Datumsfelder überprüft. Da die 
relationale Datenbank nur „richtige“ Datumsfelder annimmt, müssen zusätzliche 
Prüfungen generiert werden, die dies gewährleisten. Innerhalb der ERP/PPS 
Software M.A.S.T ist es erlaubt in Datumsfeldern 0 oder 99.99.9999 einzugeben. 
Dadurch wird das kleinste, bzw. größte Datum gespeichert. Vor der 
Wertzuweisung der Variablen an die Hostvariablen wird dies überprüft. Da 
innerhalb der Tabelle „AAT“ kein Datum vorhanden ist, wurde in Abbildung 61 ein 
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Beispiel aus der Tabelle „ART“ verwendet. Für das kleinste Datum wird nun der 
Wert  „01.01.1800“ gesetzt und für das größte Datum der Wert „31.12.9999“.  
      if ART–AENDDAT = 0               
         move 18000101 to ART–AENDDAT 
 end–if 
      if ART–AENDDAT = 99999999               
         move 99991231 to ART–AENDDAT 
 end–if 
      . 
      . 
      move ART–AENDDAT        to ART–ART–AENDDAT. 
Abbildung 61: Behandlung der Datumsfelder, vor der Wertzuweisung 
Nun wird die Datei „SYSCOLUMNS“ gelesen. Für jede Spalte wird die 
Wertzuweisung, von der Hostvariablen an die Variable erzeugt. Die 
zusammengesetzten Schlüsselfelder werden aus dem „ersten“ Puffer gelesen 
und hierfür ebenfalls Wertzuweisungen generiert. Die Inhalte der Datumsfelder 
werden geprüft, der Wert  „01.01.1800“ mit „0“ ersetzt und das Datum 
„31.12.9999“ mit dem Wert „99.99.9999“. 
      move AAT–AAT–ART         to AAT–ART. 
      move AAT–AAT–LAND        to AAT–LAND. 
      move AAT–AAT–BEZEICHNUNG     to AAT–BEZEICHNUNG. 
      move AAT–AAT–TXT1        to AAT–TXT1. 
      move AAT–AAT–FILLER       to AAT–FILLER. 
      move AAT–AAT–keyd01       to AAT–keyd01. 
      move AAT–AAT–keyd02       to AAT–keyd02. 
Abbildung 62: Definieren der Wertzuweisungen, von den Hostvariablen an die Variablen 
Diese Datei erhält den Namen „C–AAT2M“, für die Tabelle „AAT“. 
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10.2.5 Teilbereich Standardroutine Datenbankzugriff schreiben 
Im dritten Teilbereich werden die Standardroutinen für die Datenbankzugriffe 
erzeugt. Waren die Dateizugriffe (siehe Abbildung 11) auf das Dateisystem sehr 
übersichtlich, so entstehen jetzt komplexe Befehlsstrukturen, für die Zugriffe auf 
die Datenbank, wie in Abbildung 63 zu sehen ist. 
           
           
           
           
           
           
           
           
           
           
           
           
           
           
           
           
           
           
           
           
           
           
           
           
           
     
 
 
 
            
           
            
 
 
 
 
 
 
           
           
           
           
           
           
           
           
           
    
 
Abbildung 63: Schritte zur Generierung der Datenbank–Zurgriffe 
Anzahl Schlüssel ermitteln  
„LOCK“–COPY erstellen 
„GET–FIELDS”–COPY erstellen 
„IO“–COPY erstellen 
„ DECLARE–CURSOR”–COPY erstellen
„FETCH–CURSOR”–COPY erstellen 
„READ–FORWARD“–COPY erstellen 
„READ–PREVIOUS“–COPY erstellen 
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Im ersten Anweisungsblock wird die Anzahl der Schlüssel ermittelt. Dazu wird die 
Datei „SYSINDEXES“ gelesen. Die Anzahl ergibt sich aus den hinterlegten 
Schlüsseln pro Datei. 
 
Der nächste Anweisungsblock erstellt die „Lock–Section“’s in einer eigenen 
Copy–Datei. Diese Routine wird bei der Dateioperation „file–read–1–with–lock“ 
ausgeführt (siehe Kapitel 7.7). Die Schablone wird in einer Leseschleife 
eingelesen, das Muster „$$$“ ersetzt und unter dem Namen „C–...LO“ 
gespeichert. 
      create–$$$–lock section. 
      cr–00. 
 *  Hier wurde gekürzt.  
       EXEC SQL 
          SELECT DB_LOCK_CONTROL into :db–lock–control 
             from DB_LOCK 
             where (DB_LOCK_TABLE = :DB–LOCK–TABLE 
                   and DB_LOCK_KEY = : $$$–$$$–KEYD01) 
       END–EXEC 
    *  Hier wurde gekürzt.  
       EXEC SQL 
          INSERT INTO DB_LOCK 
            (DB_LOCK_TABLE, 
              DB_LOCK_KEY, 
              DB_LOCK_CONTROL) 
         VALUES 
            ( 
             :db–lock–table, 
             : $$$–$$$–keyd01, 
             :db–lock–control 
            ) 
       END–EXEC 
    *  Hier wurde gekürzt.  
      cr–99. 
       exit. 
    * 
      delete–$$$–lock section. 
      de–00. 
    *  Hier wurde gekürzt. 
       EXEC SQL 
         delete DB_LOCK 
            where (DB_LOCK_TABLE = :DB–LOCK–TABLE 
                 and DB_LOCK_KEY = : $$$–$$$–KEYD01) 
       END–EXEC 
    *  Hier wurde gekürzt. 
      de–99. 
       exit. 
Abbildung 64: Schablone „Lock“–Copy 
 
Im nächsten Anweisungsblock werden die variablen Feldlisten, für den Gebrauch 
der SQL – „Descriptor Area“ – Schicht, gefüllt (siehe Kapitel 8.3). Auch hier wird 
zunächst eine Schablone gelesen, die Zeilen mit dem Muster „$$$“ ersetzt und 
mit dem Namen „C–...GF“ gespeichert. 
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    get–AAT–fields section. 
    ge–00. 
   * 
        move "AAT"           to l–bfe–datei 
   * 
        call "U–DBFELD"        using w–link–area l–bfe 
        cancel "U–DBFELD" 
   *  
Abbildung 65: Definieren der Datei „C–AATGF“ 
Da die Feldlisten dynamisch sind, werden nur für berechtigte Spalten, Pointer 
gesetzt (siehe Abbildung 28). Um den Namen der Spalten zu bilden, werden 
diese aus der Datei „SYSCOLUMNS“ gelesen und das „Kürzel“ vorangestellt. Die 
Befehlsfolgen werden durch die COBOL–Anweisung „String“ erzeugt.  
        add 1            to db–i1. 
   * 
        if l–bfe–be1 (db–i1) = "J" 
           add 1          to db–i2 
           set AATssqldata (db–i2) to address of AAT–AAT–ART 
        end–if 
   * 
        add 1            to db–i3. 
   * 
        if l–bfe–be2 (db–i3) = "J" 
           add 1          to db–i4 
           set AATisqldata (db–i4) to address of AAT–AAT–ART 
        end–if 
   * 
        add 1            to db–i5. 
   * 
        if l–bfe–be3 (db–i5) = "J" 
           add 1          to db–i6 
           set AATusqldata (db–i6) to address of AAT–AAT–ART 
        end–if 
Abbildung 66: Definieren der Erweiterungen der Datei „C–AATGF“, Teil 1 
Die Berechtigungen müssen für jeden Descriptor separat erzeugt werden. Die 
Descriptoren werden für das „Selektieren“, das „Schreiben“ und das „Ändern“ von 
Daten definiert. Daher werden drei unterschiedliche Feldlisten erzeugt. Es wird 
unterstellt, das die Benutzer auf Schlüsselfelder uneingeschränkt zugreifen 
dürfen. Diese werden den Feldlisten hinzugefügt, wie in Abbildung 67 zu sehen 
ist, für den ersten zusammengesetzten Schlüssel. 
        add 1    to db–i2. 
        set AATssqldata (db–i2) to address of AAT–AAT–keyd01 
   * 
        add 1    to db–i4. 
        set AATisqldata (db–i4) to address of AAT–AAT–keyd01 
   * 
        add 1    to db–i6. 
        set AATusqldata (db–i6) to address of AAT–AAT–keyd01 
Abbildung 67: Definieren der Erweiterungen der Datei „C–AATGF“, Teil 2 
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Im nächsten Bereich wird die eigentliche Standardroutine erzeugt. Hierfür wird 
wieder eine Schablone eingelesen, die Muster „$$$“ durch das „Kürzel“ ersetzt 
und die Routine mit ihrem „richtigen“ Namen geschrieben. 
     $$$io section. 
     io–00. 
          move space       to s1, w–lok. 
          if file–io = file–open 
            perform get–$$$–fields 
            EXEC SQL 
             declare $$$–fr cursor for $$$–frstr 
            END–EXEC 
          end–if 
     * 
          copy c–$$$t1m. 
     * 
      io–10. 
     * 
          if file–io–start 
         if w–$$$–cur–pc = "J" 
                perform init–$$$–pc 
             end–if 
             if w–$$$–cur–fc = "J" 
                perform init–$$$–fc 
             end–if 
             move file–io     to w–$$$–start 
             go to io–99. 
     * 
          evaluate file–io 
          when file–read–1 
          when file–read–1–with–lock 
          when file–read–next 
          when file–read–previous 
          when file–rewrite 
          when file–write 
          when file–delete 
          when file–delete–file 
          when file–open 
          when file–close 
          when file–unlock 
          end–evaluate. 
     * 
      io–50. 
          if sqlcode < 0          go to io–90. 
          if s1 = "*"            go to io–99. 
     * 
          copy c–$$$t2m. 
     * 
      io–60. 
          go to io–99. 
      io–90. 
          perform sql–$$$–fehler. 
     io–99. 
          exit. 
 
     copy c–$$$st. 
     copy c–$$$rs. 
     copy c–$$$fe. 
     copy c–$$$lo. 
     copy c–$$$gf. 
Abbildung 68: Schablone „IO“–Copy 
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Die hier abgebildete Schablone (Abbildung 68) ist nur andeutungsweise 
dargestellt. Die Zugriffe auf relationale Datenbanken wurden im Kapitel 8 
ausführlich dargestellt. 
 
Der nun folgende Anweisungsblock erzeugt die Cursor–Deklarationen. Wie in 
Kapitel 8.3 erwähnt, werden Cursor ebenfalls über die SQL – „Descriptor Area“ – 
Schicht abgewickelt. Hierfür sind vier unterschiedliche „Select“–Anweisungen pro 
Cursor–Typ und Schlüssel erforderlich. Bei den Cursortypen wird zwischen dem 
Vor– und dem Rückwärtscursor unterschieden. Aus diesem Grund sind in einer 
Schablone pro Schlüssel, 8 unterschiedliche Deklarationen enthalten. In einer 
Leseschleife werden pro Schlüssel die Cursor deklariert. Dazu werden die 
folgenden Muster ersetzt:  
• $$$ ? Dateikürzel 
• %% ? Schlüsselnummer 
Weil die zusammengesetzten Schlüsselfelder durchnummeriert sind, wird die 
Leseschleife um eins erhöht, bis die Nummer größer der tatsächlichen 
Schlüsselnummer ist. In der Abbildung 69 wird die Deklaration eines 
Vorwärtscursors „größer oder gleich“ dem ersten Schlüsselwert dargestellt. 
    AAT–sf011 section. 
    be–00. 
   * 
        move space to db–AAT–sel 
        string db–AAT–sel      delimited by "  " 
            " from AAT where AAT_KEYD01 >= ?" 
            " order by AAT_KEYD01 asc" 
            into db–AAT–sel 
   * 
        EXEC SQL 
           PREPARE AAT–fcstr FROM :db–AAT–sel 
        END–EXEC 
   * 
        EXEC SQL 
           describe AAT–fcstr into :AATssqld 
        END–EXEC 
   * 
        EXEC SQL 
           OPEN AAT–fc using :AAT–AAT–KEYD01 
        END–EXEC 
   * 
        move "J"        to w–AAT–fc. 
   * 
    be–99. 
      exit. 
Abbildung 69: Definieren einer Cursor–Deklaration für die Tabelle „AAT“ 
Der nächste Anweisungsblock erzeugt die „Fetch“–Anweisungen. Die 
vorhandene Schablone wird eingelesen, das Muster „$$$“ mit dem „Kürzel“ 
ersetzt und die Cobol–Copy–Datei mit dem Namen „C–...FE“ geschrieben. 
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Innerhalb dieser Datei befinden sich zwei „Section“‘s, die für das wiederholte 
Lesen (Abrufen, fetch) von Zeilen aus dem Cursor zuständig sind. Diese 
Operationen werden über „file–read–next“ (vorwärts lesen) und „file–read–
previous“ (rückwärts lesen) aus der Standardroutine heraus aufgerufen. Die 
Abbildung 70 zeigt die „Fetch“–Anweisung für die Operation „file–read–next.  
    AAT–rf section. 
    be–00. 
   * 
        EXEC SQL 
          fetch AAT–fc using descriptor :AATssqld 
        END–EXEC 
   * 
        move sqlcode      to sql–error–number 
   * 
        if sql–invalid–read–end 
           move "*"        to s1 
           move space       to w–AAT–fc 
           EXEC SQL CLOSE AAT–fc END–EXEC 
           go to be–99 
        end–if. 
   * 
        if sqlcode < 0 
           perform sql–AAT–fehler 
           move space       to w–AAT–fc 
           EXEC SQL CLOSE AAT–fc END–EXEC 
        end–if. 
   * 
    be–99. 
        exit. 
Abbildung 70: Definieren der „Fetch“–Anweisung für die Tabelle „AAT“ 
Innerhalb der zwei letzten Anweisungsblöcke werden die Aufrufe für das 
wiederholte Lesen generiert. Dazu werden zwei separate „Section“‘s definiert. 
Für die Leserichtung „vorwärts“ werden die Aufrufe innerhalb der „...–read–next“– 
Section zusammengefasst. Innerhalb der „...–read–previous“– Section befinden 
sich dagegen alle Aufrufe für die Leserichtung „rückwärts“. Auch hierfür werden 
zwei Schablonen verwendet, eine für die „Vorwärts“–Aufrufe und die andere für 
die „Rückwärts“–Aufrufe. Da für jeden Cursortyp und jeden Schlüssel vier 
unterschiedliche „Select“–Anweisungen existieren, muss es auch entsprechend 
viele Aufrufe geben. Innerhalb der Schablonen, sind die vier unterschiedlichen 
Aufrufe gespeichert. Diese werden in einer Leseschleife pro Schlüssel 
eingelesen. Die folgenden Muster werden dabei ersetzt:  
• $$$ ? Dateikürzel 
• %% ? Schlüsselnummer, mit führender Null  
• & ? Schlüsselnummer, ohne führende Null 
Weil die zusammengesetzten Schlüsselfelder durchnummeriert sind, wird die 
Leseschleife bei eins begonnen, um eins erhöht und beendet, wenn die Nummer 
größer der tatsächlichen Schlüsselnummer ist. 
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    AAT–read–next section. 
    be–00. 
        evaluate w–AAT–start 
          when file–start–1 
             if w–AAT–fc not = "J" 
                perform AAT–sf011 
             end–if 
             perform AAT–rf 
          when file–start–less–1 
             if w–AAT–fc not = "J" 
                perform AAT–sf012 
             end–if 
             perform AAT–rf 
          when file–start–greater–1 
             if w–AAT–fc not = "J" 
                perform AAT–sf013 
             end–if 
             perform AAT–rf 
          when file–start–not–greater–1 
             if w–AAT–fc not = "J" 
                perform AAT–sf014 
             end–if 
             perform AAT–rf 
Abbildung 71: Definieren der „Lese“–Aufrufe für die Tabelle „AAT“ 
Die Abbildung 71 zeigt die vier unterschiedlichen Leseaufrufe für das „vorwärts“ 
Lesen über den 1. Schlüssel. Gespeichert werden die Aufrufe für beide 
Leserichtungen in der Cobol–Copy–Datei mit dem Namen „C–...RS“. 
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10.3 Übernahme der Daten in die Datenbank 
10.3.1 Allgemeine Überlegungen 
 
Frage: Wie werden die Daten in die relationale Datenbank übernommen? 
 
Neben dem Neukundengeschäft, ist eine der wichtigsten Aufgaben, für ein 
Softwarehaus, neue Updates an den Kunden zu verkaufen. Unter einem Update, 
wird in der Informatik, eine Erweiterung verstanden, die installiert werden kann, 
um die Software zu verbessern, auf eine höhere Version zu bringen und/oder um 
Fehler zu bereinigen. Für die Kunden, ist die Umstellung der ERP/PPS Software 
M.A.S.T auf eine relationale Datenbank, nur im Rahmen eines Updates möglich. 
Aus diesem Grund ist die Funktion der Datenübernahme, aus den COBOL-
Dateien in die Tabellen der relationalen Datenbank, unverzichtbar. Wie bereits in 
Kapitel 1.2 erwähnt, bilden die COBOL-Dateistrukturen die Grundlage der 
Relationen. Hieraus ergibt sich der Aufbau der Programme, für das Übernehmen 
der Daten (siehe Abbildung 72).  
 
Der Ablauf ist immer der gleiche. Die COBOL-Datei wird in einer Leseschleife, 
vom Dateianfang bis Dateiende, gelesen. Jeder gelesene Datensatz wird in der 
entsprechenden Tabelle des RDBMS eingefügt. Pro Datei, die übernommen 
werden soll, wird ein COBOL-Programm benötigt. Die einzelnen Programme 
unterscheiden sich in der COBOL-Datei, die übernommen werden soll, sowie in 
der Tabelle, in die innerhalb des RDBMS eingefügt wird. Eine Möglichkeit wäre 
es nun, die Programme selbst zu schreiben. Diese Arbeitsweise eignet sich nicht 
besonders, da sie sehr zeitaufwendig ist. Wenn man bedenkt, dass ca. 600 
Dateien übernommen werden müssen. Vorausgesetzt ein Programmierer könnte 
10 dieser Programm an einem Tag schreiben, so benötigt er eine Zeit von 60 
Arbeitstagen.  
 
Zeitaufwand = 600 Tabellen / 10 pro Tag = 60 Tage 
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     Verbindung zum RDBMS herstellen. 
 
 
 
 
 
 
     Lesen des nächsten Datensatzes   
     der COBOL-Datei. 
      
 
 
 
 
 
     Einfügen des Tupels in Tabelle. 
 
 
 
 
 
 
 
     Weitere Datensätze in der COBOL-Datei 
     vorhanden?   
  
           
 
     Verbindung zum RDBMS beenden. 
 
Abbildung 72: Ablauf des Programms „Übernahme der Daten in die Datenbank“ 
 
Der Quellcode eines COBOL-Programms ist nichts anderes, als eine sequentielle 
Datei mit variabler Satzlänge. Aufgrund dieser Tatsache ist man in der Lage, 
COBOL–Programme zu schreiben, die wiederum COBOL-Quellcode  erzeugen. 
Dieser Quellcode wird mit dem COBOL-Compiler übersetzt, bevor es ausgeführt 
werden kann.  
 
Verbinden 
Lesen 
Datensatz   
COBOL-Datei  
INSERT  
into  
Tabelle 
EOF 
Schließen 
1 
1 
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10.3.2 Schreiben der Datenübernahmeprogramme 
 
 
 
 
 
 
 
Abbildung 73: Schritte zur Erstellung eines Datenübernahmeprogramms 
 
Die Programme für die Datenübernahme, werden über COBOL–Programme, 
selbstständig angelegt. Auch hier wird das „Kürzel“ den Routinen übergeben. Bei 
einem Durchgang wird das Datenübernahmeprogramm einer Tabelle erzeugt. 
Die Abbildung 73 zeigt die einzelnen Schritte.  
 
10.3.3 Teilbereich Definitionen erzeugen 
 
Im ersten Teilbereich werden Definitionen für das Handling der COBOL-Datei 
und für den Umgang mit dem RDBMS generiert. Hintergrund dieser Aktion ist 
folgender: Die Standarddateien haben im Umgang mit dem COBOL-Dateisystem, 
als auch mit der relationalen Datenbank, die gleichen Dateinamen. Über die 
Konstante „database“ wird die zugrundeliegende Datenbasis, für das COBOL-
Programm, festgelegt. Diese Konstante muss vor dem Übersetzungslauf der 
Programme gesetzt sein. Da die Standarddateien im Programm nicht doppelt 
verwendet werden können, werden sie dupliziert und unter einem anderen 
Namen gespeichert. Dem Dateinamen wird „F“ für „Filesystemdateien“ 
angehangen. 
 
RDBMS COBOL-Dateisystem 
C-...SE C-...SEF 
C-...FD C-…FDF 
Tabelle 5: Verwendete Dateinamen  
Die Standarddateien (C-...SEF und C-...FDF) werden satzweise gelesen, auf das 
Dateikürzel hin untersucht und „M“ vorangestellt. „M“ bedeutet „Mischen“, d. h. für 
den Zweck des Mischens, der Daten des COBOL-Dateisystems, mit den 
Tabellen des RDBMS. Die dabei entstehenden Standarddateien C-...SEF und C-
Definitionen erzeugen 
 
Datenübernahmeprogramm 
schreiben 
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...FDF erhalten eindeutige Satzbezeichnungen, Schlüsselnamen und 
Feldbezeichnungen (z. B. MAAT-ART, MAAT-LAND, MAAT-BEZEICHNUNG 
usw.). Diese werden im Datenübernahmeprogramm benötigt. 
 
10.3.4 Teilbereich Datenübernahmeprogramm schreiben 
 
Innerhalb dieses Teilbereiches entsteht das Datenübernahmeprogramm. Der 
Aufbau dieses Programms entspricht dem Programmablauf, wie in Abbildung 72 
dargestellt. Eine entsprechende Schablone wird in einer Leseschleife sequentiell 
gelesen. Jeder Satz wird analysiert und die folgenden Muster ersetzt:  
• $$$  ? Dateikürzel 
• $file  ? COBOL-Dateiname, z. B. „D9165“ 
• moverec ? Wertzuweisung  
 
           string "           "        delimited by size 
                  "move "              delimited by size 
                  w-satz               delimited by space 
                  "m"                  delimited by space 
                  " to "               delimited by size 
                  w-satz               delimited by space 
                  "."                  delimited by size 
                                       into s3-txt. 
Abbildung 74: Definieren der Wertzuweisung für das Datenübernahmeprogramm 
 
Der Datensatz aus der COBOL-Datei muss an die Datenfelder übergeben 
werden, aus denen die Hostvariablen, innerhalb der Standardroutinen, gefüllt 
werden. Diese sogenannte „Wertzuweisung“ wird hier durch den COBOL-Befehl 
„string“ erzeugt, und zwar an der Stelle, an der sich „moverec“, innerhalb der 
Schablone, befindet. Für die Auftragsarten generiert das Programm folgende 
Wertzuweisung: 
 
           move r9165m to r9165. 
Abbildung 75: Generierte Wertzuweisung für die Auftragsartendatei 
 
Nun wird das Programm unter dem Namen „...MIX“ gespeichert. Der so 
entsehende Programmname setzt sich aus dem „Kürzel“ der Tabelle und „MIX“ 
zusammen, z. B. „AATMIX“. 
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       a1. 
      * 
           read D9165         next end         go to a9. 
      * 
           add 1           to w-zz. 
           display w-zz at 1001. 
      * 
           if AAT-status-1 not = "0" 
              move space           to a-rec 
              string "AAT"         delimited by size 
                     " fs "        delimited by size 
                     AAT-status    delimited by size 
                                   into a-rec 
              write a-rec 
              stop run. 
      * 
           move r9165m to r9165. 
      * 
           move file-write             to file-io. 
      * 
           perform AATio. 
      * 
           if s1 = "*" 
              move space       to a-rec 
              string "AAT"     delimited by size 
                     " sql"    delimited by size 
                     sqlerrmc  delimited by size 
                               into a-rec 
              write a-rec 
              stop run. 
      * 
           go to a1. 
Abbildung 76: Ausschnitt des Datenübernahmeprogramms „AATMIX“ 
 
In Abbildung 76 wird die Leseschleife des Datenübernahmeprogramms 
„AATMIX“ dargestellt. Hierbei fällt auf, dass die Datenübernahmeprogramme 
bereits mit den neu generierten Standardroutinen (siehe Kapitel 10.2) arbeiten, d. 
h. mit dem Zugriff auf die relationale Datenbank. 
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11 Hardwarevoraussetzungen 
Die richtige Hardware ist ein entscheidend für die Performance und das 
Laufzeitverhalten. Meist funktioniert dies nicht ohne die Neuanschaffung von 
Hardware. Für die Datenbank ist ein eigener Server erforderlich, um hierüber die 
Client-Server-Architektur realisieren zu können. Es stellt sich die Frage, ob man 
einen 32-Bit-Server oder lieber einen 64-Bit-Server auswählt. Als nach den 
Lösungsmöglichkeiten für den Zugriff auf die relationale Datenbank geforscht 
wurde, wurde ein 32-Bit-Server eingesetzt, da zu dieser Zeit die 64-Bit-Server zu 
teuer waren. 
 
Nach Angaben der Firma Computer Competence aus München lohnt sich erst 
bei mehr als 100 Benutzern, der Einsatz von mehreren Prozessoren im Server. 
Wichtig ist allerdings, den Server mit Hauptspeicher aufzurüsten. Grund hierfür 
ist, die relationale Datenbank nimmt sich soviel Speicher, wie sie bekommen 
kann. Die relationale Datenbank behält Tabellen, aus den Daten angefordert 
wurden, im Speicher. 
 
Bei den Clients handelt es sich um Personalcomputer. Hier ist nur zu beachten, 
dass auf diesen Rechnern, die ERP/PPS Software M.A.S.T lauffähig ist.  
 
Bei der relationalen Datenbank „SQL Server 2000“ könnte der 
Datenbankadministrator selbst einstellen, welche Tabellen permanent im 
Hauptspeicher gehalten werden sollen. Zu beachten ist, solche Tabellen 
auszuwählen, aus denen viele Daten gelesen werden. Hierzu zählen wichtige 
Stammdatentabellen und Bewegungsdatentabellen, wie u. a. Artikel, Aufträge 
oder Fertigungsaufträge. Die Tabelle Teilehistorie wird zwar viel benutzt, sollte 
aber nicht permanent im Speicher halten werden, da in diese meist nur 
geschrieben wird und sie eine der größten Tabellen ist. 
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12 Schlussbemerkung 
12.1 Zusammenfassung 
Mit dieser Diplomarbeit sollte dargestellt werden, welche Probleme bei der 
Umstellung von einer COBOL-Dateiorganisation auf eine beliebige relationale 
Datenbank bewältigt werden mussten und wie die Lösungen dazu aussehen. Die 
gefundene Lösung, die SQL-Anweisungen aus Copy-Elementen heraus 
aufzurufen, funktioniert problemlos. Die ERP/PPS Software M.A.S.T kann mit 
Hilfe der gefundenen Lösungsmöglichkeiten umgestellt werden, ohne dabei 
Änderungen innerhalb der Fachkonzeptschicht durchführen zu müssen. Dies 
funktioniert, weil die Verwaltung der Daten getrennt von der übrigen 
Programmlogik ist, lediglich die Datenhaltungsschicht wird ausgetauscht. Zeitlich 
lässt sich die Umstellung zu einem bestimmten „Stichtag“ durchführen. Dies wird 
möglich, da die Programme selbstständig Tabellen in der relationalen Datenbank 
anlegen, Programme die Datenzugriffe auf die relationale Datenbank schreiben 
und Programme den Quellcode der Datenübernahmeprogramme für die Daten 
aus dem COBOL-Dateisystem in der relationalen Datenbank schreiben. Alle 
Schritte laufen automatisiert hintereinander ab. 
 
12.2 Ausblick 
Nach erfolgreicher Umstellung auf eine relationale Datenbank ist es nötig, die 
ERP/PPS Software M.A.S.T, ausgiebigen Tests zu unterziehen, um eine völlige  
Fehlerfreiheit zu gewährleisten. Getestet wird die umgestellte Software im 
Vergleich mit der bisherigen Software (ohne Datenbank). Beide 
Anwendungssysteme laufen parallel. Die gleichen Testfälle werden in beiden 
Systemen durchgeführt. Bringen beide Systeme die gleichen Ergebnisse, bzw. 
zeigen das gleiche Verhalten, kann eine Beta-Version erstellt werden. 
Ausgewählten Kunden wird dieser Stand zur Verfügung gestellt. Auch wenn 
dieser, nach einer gewissen Testphase, keine Fehler aufweist, erfolgt die 
endgültige Freigabe der Software. 
 
Danach sind weitere Schritte geplant. Die Vergabe von Einschränken wird weiter 
ausgebaut, da die Kunden nicht nur über die ERP/PPS Software M.A.S.T auf die 
Daten zugreifen, sondern beispielsweise auch mit ODBC über MS Excel. 
Beziehungen zwischen den einzelnen Tabellen werden über die 
Fremdschlüsselbeziehungen hergestellt. Dadurch wird das Datenmodell 
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transparent, nicht nur für die Kunden, sondern firmenintern auch für die 
Mitarbeiter der „Crystal Reports“- Abteilung. Diese erstellen Listen und Formulare 
für die Kunden. Danach wird die Einrichtung von Transaktionen; innerhalb der 
Software, durchgeführt. Zusammengehörende untrennbare Einheiten von 
Funktionen, die nur zusammen oder gar nicht ausgeführt werden dürfen, werden 
innerhalb einer Transaktion ausgeführt. Hier werden Eingriffe in die 
Programmschicht nötig. In diesem Zusammenhang können auch, „Select“-
Anweisungen über mehrere Tabellen gebildet werden. Erst durch diese 
Erweiterungen werden die Vorteile der Datenbank erkennbar (siehe Kapitel 5.2). 
Eine gravierende Erweiterung könnte anschließend bei der Umstellung der 
Datenbankzugriffe erfolgen. Anstelle von „Embedded SQL“ oder die „Descriptor 
Area“ – Schicht zu benutzen, würde die Datenbankanbindung über die .Net 
Framework Klassenbibliothek ADO.NET realisiert. Bei .Net handelt es sich um 
eine Entwicklungsumgebung des Softwareherstellers Microsoft, bei der 
unterschiedliche Programmiersprachen (Visual Basic, C, COBOL) vereint sind.  
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14 Anhang 
Legende des beigefügten Datenmodells: 
Tabelle Beschreibung 
AAL Erweiterte Mengenberechnung 
AAR Abschlagsrechnungen 
AAS Abweichende Anschriften 
AAT Auftragsarten  
AGK Angebotsköpfe 
APA Auftragspositionsänderungen 
APS Auftragspositionssperre 
ARC Zusatztexte 
ART Teile 
ASP Ansprechpartner 
AUK Auftragsbezogene Anlagearten 
AZS Auftragsbezogene Zuschläge 
BEA Bearbeiter 
BSK Bestellköpfe 
BSP Bestellpositionen 
FAK Fertigungsauftragsköpfe 
IHE Intrastat-Handels-Statistik 
JOU Rechnungs-Journal 
KFK Kundenauftragsköpfe 
KFP Kundenauftragspositionen 
KKK Kostenträger, -stellen, -arten 
KST Kostenstelle-Projektauswertung 
KTO FIBU Konten 
KUN Kunden 
KWE Kundenwerte/Kreditlimit 
LAG Lager 
LSK Lieferschein/Teillieferungen/Stückliste 
LVP Verpackungen 
MEH Mengeneinheiten 
PIK Prüfberichte 
PRK Projektkalkulation 
PRV Projektvorgänge 
RAB Rabatttexte 
 101
RKK Periodische Rechnungen/Gutschriften 
RWD Rechnungswerte 
SER Seriennummern 
SLP Sammellieferscheinpositionen 
UCO Untercollis-Lieferscheine 
VDT Versanddaten 
VGD Vertreter-Statistik 
VPR Vertreter-Provisionen 
VSA Versandarten 
VSL Bestellvorschläge 
WAE Währungen 
WGR Warengruppen 
ZKD Zahlungskonditionen 
Tabelle 6: Legende des Datenmodells 
 
