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Zavod za gozdove Slovenije ima zelo zahteven informacijski sistem, ki smo ga zaposleni 
zgradili sami in ga sami tudi vzdržujemo. Imamo pa tudi, zaradi pomanjkanja sredstev, 
lasten razvoj programske opreme. 
Pred leti je bil, zaradi nekaterih vzrokov, odobren določen znesek namenskih sredstev za 
izdelavo programske opreme. Z njim se je zunanjim izvajalcem naročila izdelava določene 
programske opreme. Posledično se je z nabavo in uporabo nove programske opreme 
spremenil tudi odnos do lastnega razvoja programske opreme. 
Razvoj programske opreme je zahteven proces, ki zahteva zainteresirane, motivirane in 
primerno usposobljene deležnike. Te lastnosti so zagotovilo, da bodo delo opravili dovolj 
kvalitetno. Vsak postopek v procesu mora biti dobro opravljen. Sam pristop, pa je lahko, 
zaradi posebnosti, različen. Razvoj mora biti kontrolirano voden in izveden le z potrebno 
oziroma minimalno dokumentacijo. Metoda, ki vse to podpira, je agilna metoda in je v 
nalogi tudi predstavljena. 
Predstavljene so tudi arhitekture odjemalec – strežnik, katere so enonivojska, dvonivojska 
in tronivojska. Najučinkovitejša med njimi je tronivojska, ki se je uporabila pri razvoju 
nove, tudi v nalogi predstavljene, programske opreme. 
V poglavju (ugotovitve) so navedene in opisane prednosti ter slabosti, oziroma razlike 
med lastnim in zunanjim razvojem programske opreme. Prikazani pa so tudi stroškovni 
primerjalni izračuni med njima. 
Ključne besede: večnivojska arhitektura, spletna rešitev, agilna metodologija, 




DEVELOPMENT OF NEW MULTI-TIER WEB-BASED SOFTWARE SYSTEM 
Slovenia forest service (Zavod za gozdove Slovenije) has a very complex information 
system.  The system was developed and is maintained by the employees ourselves. 
Because of low funds, we also do our own software development.  
Few years ago, a certain amount of funds was approved for software development. The 
amount was used for developing software from an external contractor. Because of the 
purchase and usage of the external software the attitude towards our own software also 
changed.  
Software development is a complex process which demands motivated and properly 
qualified participants. These features ensure that the job will be done with good quality. 
Every step of the process has to be done right, but the approach itself can be different, 
because of the variety of the job. The development has to be managed in a controlled 
manner and carried out with minimal (necessary) documentation. The method that 
supports all of the previously stated features is the agile method. This method is 
presented in this assignment.  
The assignment also presents client – server architecture that are single – level, two – 
level and three – level. The most efficient of them is the three – level architecture. It was 
used for the new software, which was developed and is described in this assignment.  
The conclusion chapter describes the advantages and disadvantages of software 
developed internally and software developed by external contractors. It also shows the 
cost comparison between them.  
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Zavod za gozdove Slovenije (ZGS) ima zelo pester informacijski sistem (IS), saj uporablja 
različno programsko in strojno opremo ter opisne in prostorske podatke v različnih formatih. 
Vzrok za to tiči v samem razvoju. Zaradi pomanjkanja sredstev, se je bilo potrebno stalno 
prilagajati in iskati najcenejše rešitve. Posledično se je podatkovni model začel graditi z 
datotečnim sistemom (DBF format za opisne podatke in MapInfo format za prostorske 
podatke). V zadnjem nekajletnem obdobju pa se počasi prehaja na podatkovne baze. 
Podobno je bilo tudi z razvojem programske opreme, ki je več let temeljil samo na lastnem 
razvoju. V zadnjem obdobju pa je bilo, zaradi pridobljenih namenskih sredstev, možno 
določeno programsko opremo razviti oz. posodobiti s sredstvi, pridobljenimi preko javnih 
razpisov, pri čemer pa so se pokazali nekateri problemi in pomanjkljivosti. 
Razvoj in pestrost IS pogojuje tudi izmenjava različnih formatov podatkov med ZGS in 
zunanjimi sodelujočimi organizacijami ter uporabniki. 
ZGS, zaradi hitrega razvoja informacijske tehnologije (IT), pestrosti in raznolikosti IS, 
pomanjkanja sredstev ter nekaterih problemov z uporabo tuje programske opreme (PO), 
potrebuje sistem, ki bo dovolj odziven na vse spremembe. To bi lahko dosegli v čim večji 
meri z lastnim razvojem in dovolj prožno metodologijo za razvoj programske opreme. 
Osnovna hipoteza diplomskega dela je: Lastni razvoj programske opreme je 
primernejši od zunanjega. 
Pri izdelavi nove spletne aplikacije v ZGS smo želeli doseči naslednje cilje: 
 razviti univerzalne PR, ki bodo uporabne pri izdelavi novih aplikacij; 
 lažje vzdrževanje; 
 izdelati sistem s primerno strukturo podatkov, ki bo omogočil uporabnikom samostojno 
prilagajanje novim zahtevam; 
 razviti prožno metodologijo za razvoj programske opreme, ki bo omogočala realizirati vse 
primere iz prakse, na primer: 
o izdelati novo aplikacijo, 
o posodobiti obstoječo aplikacijo, 
o izdelati novo aplikacijo po zgledu obstoječe, 
o končni uporabniki ali skupine končnih uporabnikov so zelo različne, 
 aplikacija lahko: 
o uporablja različne formate podatkov,  
o uporablja podatke iz različnih lokacij, 
o uporablja podatke iz baze in datotek. 
Ker menim, da je za razvoj programske opreme zelo pomembna tudi ustrezna metodologija, 
veliko pozornost v diplomskem delu namenjam tudi temu. 
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2 PROGRAMSKA OPREMA  
Računalniška programska oprema je skupni izraz za vse programe, ki se izvajajo na 
računalniku, tako tiste, ki jih uporabljamo pri konkretnih opravilih, kot tiste, s katerimi 
nadziramo in upravljamo računalniški sistem (Programske opreme, 2016).  
Delitev po namenu: 
 namenska (uporabniška – npr. urejevalniki besedil kot Word), 
 sistemska (operacijski sistem – npr. Windows) in 
 razvojna (za razvijanje programske opreme – npr. razvoja orodja kot Eclipse). 
Lastniška programska oprema (angl. Proprietary software) je programska oprema, ki ni 
na voljo brezplačno ali za manjšo denarno protivrednost. Poleg tega je omejena njena 
redistribucija oziroma spreminjanje, ali pa od uporabnika zahteva, da pred tem pridobi 
soglasje lastnika kode (Lastništvo programske opreme, 2016). 
Plačljivo programsko opremo (angl. Commercial software)  proizvajajo podjetja v 
zameno za denarno plačilo njenih uporabnikov. Večina komercialne programske opreme je 
lastniške, vendar ne vsa. Nekatera podjetja proizvajajo komercialno programsko opremo, ki 
jo uporabniki sicer morajo plačati, je pa prosta, prav tako pa obstaja tudi nekomercialna 
koda, ki ni prosta. (Lastništvo programske opreme, 2016).  
Brezplačna programska oprema: 
 Prosto programje (angl. free software) poenostavljena definicija – je programje, ki ga je 
vsakomur dovoljeno uporabljati, kopirati in razširjati, bodisi dobesedno ali s 
spremembami bodisi zastonj ali proti plačilu. To še posebej pomeni, da mora biti izvorna 
koda dostopna. »Če ni kode, ni programja« (GNU, 2003). 
 Odprta koda (angl. open source) – dve definiciji: 
o Po GNU: odprto kodo uporabljajo nekateri ljudje, ki želijo opisati bolj ali manj isto 
stvar, kot je prosto programje. Vendar je ta kriterij manj strog (GNU, 2003). 
o Po COKS: odprta koda je vse programje, ki je izdano pod OSI licenco. Vsaka licenca, 
ki izpolnjuje kriterije OSI, izpolnjuje kriterije definicije odprte kode. Definicija vsebuje 
10 kriterijev, najpomembnejši kriteriji so prosta distribucija, dostop do izvorne kode in 
dovoljenje za spreminjanje ter integracijo te kode. 
Prosto programje je termin, za katerem stoji Free Software Foudation (FSF). Termin 
je starejši kot odprto programje, nekaterim je ta izraz ljubši. Najbolj znan primer 
licence prostega programja je GNU – General Public Licence (GPL). Ta licenca pa je 
hkrati, tudi primer odprtokodne licence. Torej je  zelo verjetno, da je nek program 
lahko hkrati odprtokoden in prostokoden (COKS, 2011). 
 Zastonjsko programje (angl. freeware) nima jasno sprejete definicije, vendar se pogosto 
uporablja za pakete, ki dovoljujejo razširjanje, vendar ne spreminjanja (in njihova izvorna 
koda ni na voljo). Ti paketi niso prosto programje (GNU, 2003). 
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3 RAZVOJ PROGRAMSKE OPREME 
3.1 SPLOŠNO 
K načrtovanju in izdelavi določene PO se pristopi iz različnih razlogov. Kot prvo je potrebno 
utemeljiti njeno izdelavo. Nato sledi razvoj. 
Pristop k razvoju PO na ZGS je bil vsa leta, zaradi pestrosti, organizacijsko različen. To je tudi 
razlog, da še za razvoj PO ni uporabljena nobena metodologija. Nabranih izkušenj in znanja 
se ni dokumentiralo, tudi njihove izmenjave med zaposlenimi ni bilo. To pomeni, da imajo 
člani različnih projektov vsak svoje izkušnje. Isti udeleženci na vseh projektih so samo 
razvijalci (programerji), ki pa imajo tudi vsak svoj način dela.  
3.2 METODOLOGIJA 
Metodologija je dejansko lahko vse, kar počnemo pri svojem delu. To so lahko določeni 
zaporedni postopki za dosego želenih rezultatov, ki so cilj našega dela in pomenijo 
opravljeno delo (EMRIS, 2016). 
Razvoj PO pa ob zaporednih postopkih vsebuje še (EMRIS, 2016): 
 razne dodatne podporne postopke, 
 načine komuniciranja, 
 usklajevanja vsebin, 
 sprejemanje odločitev in 
 načine preverjanja. 
Skratka, gre za dogovore, s katerimi se vsi sodelujoči strinjajo in veljajo kot način dela oz. 
metodologija. Torej, metoda je nekaj živega in njen nastanek temelji na ljudeh. Lahko pa je 
nekaj formalnega, preizkušenega, že oblikovanega na temelju nekih preizkušenih postopkov, 
ki so se izkazali v praksi kot dobri. Takšno metodologijo lahko podjetje privzame kot svojo ter 
jo po potrebi oblikuje po svoji meri (slika 1). Z uporabo katerekoli metodologije, uporabniki 
pridobivajo vedno nove izkušnje in znanja, s katerimi se izpopolnjujejo tudi same 
metodologije (EMRIS, 2016). 
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Slika 1: Od neformalne do formalne metodologije 
 
Vir: EMRIS, 2016 
Metodologija pa poleg formalno opredeljenih postopkov, pravil, načel, smernic in standardov, 
zajema še neformalne oz. nedokumentirane elemente, kot so znanje, izkušnje, ideje ter 
iznajdljivost. Te vrednote so ključnega pomena, saj ravno te bogatijo metodologijo (EMRIS, 
2016). 
Metode torej ustvarjajo ljudje in imajo »pomembno sociološko komponento«, saj so »kot 
take prežete s filozofijo, načeli, idejami in pogledi organizacije ter njenih članov« (EMRIS, 
2016). 
Številna podjetja še vedno razvijajo programsko opremo na osnovi neformalno opredeljenih 
metodologij, torej metodologij, ki niso dokumentirane. Čeprav so postopki znani in ustaljeni, 
jih podjetja redko zapišejo eksplicitno. Še bolj poredko pa svoje metodologije osvežujejo v 
smislu zajema pridobljenih izkušenj in znanj (EMRIS, 2016). 
3.3 IZBIRA METODE 
Razvoj PO na ZGS je vsa leta, zaradi pestrosti, organizacijsko spontan. Kadar se je ugotovila 
potreba po določeni PO, se je s podporo vodstva sestavila projektna skupina, katera je sama 
določila svoj način dela, ki je bil odvisen od same situacije, stanja, potreb in znanja članov 
projektne skupine. 
Torej, metoda bi naj temeljila na človeških odnosih in naravnem pristopu dela, to je agilna 
metoda. 
3.4 OPIS METODE 
Agilno projektno vodenje pomeni približevanje človeku. Brez natančno predpisanih postopkov 
in z manj formalne dokumentacije ter nadzora. Istočasno pa z več interakcije in svobode ter 
vzpodbujanja kreativnosti. To poveča poistovetenje članov skupine s projektom. Posledično 
se tudi poveča zavzetost, kot občutek osebne odgovornosti, kar vpliva na medsebojne 
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odnose. Vse to pa pomeni kvalitetnejše delo (Frelih, 2010; EMRIS, 2016; Kos, 2012; Trkman 
& Krisper, 2011; Stare, 2011). 
Agilno modeliranje je poskus uporabe agilnosti pri razvoju oz. modeliranju PO z namenom, 
da se v stopnji načrtovanja najde primeren način in obseg dela (slika 2), brez obremenjujoče 
dokumentacije ter z dovolj informacijami (EMRIS, 2016). 
 
Slika 2: Koncept agilne metodologije 
 
Vir: EMRIS, 2016  
Razlogi, zakaj se mnogi odločajo za agilni razvoj z uporabniškimi zgodbami, so (Trkman & 
Krisper, 2011): 
 ker so razumljive tako razvijalcem kot naročnikom, 
 ker predstavljajo obvladljivo zaključeno celoto, so primernega obsega za izdelavo, 
testiranje in načrtovanje izdaj programske opreme, 
 ker spodbujajo iterativnost komunikacije med razvijalcem in uporabnikom, 
 ker so opisane v različnih nivojih podrobnosti glede na prioriteto obravnave, 
 ker uporabniki sodelujejo pri načrtovanju prototipa in vplivajo nanj, 
 ker vplivajo na povečevanje tihega znanja: več kot razvijalci in uporabnik sodelujejo iz oči 
v oči, več znanja nastane znotraj ekipe. 
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Načela (EMRIS, 2016): 
 Posamezniki in njihova komunikacija so pomembnejši kot sam proces in orodja.  
 Delujoča programska oprema je pomembnejša kot popolna dokumentacija.  
 Vključevanje (sodelovanje) uporabnika je pomembnejše kot pogajanje na osnovi pogodb.  
 Upoštevanje sprememb je pomembnejše od sledenja planu. 
Priporočila (EMRIS, 2016): 
 Kot najvišja prioriteta je sprotno (pogosto) izdajanje PO v uporabo.  
 Zaradi boljše uporabnosti PO se zahteve spreminjajo tudi v zaključnih fazah razvoja. 
 Izdelovalci zahtev in razvijalci morajo stalno sodelovati.  
 V razvoju PO sodelujejo motivirani in zainteresirani posamezniki, katerim se omogoči delo 
v primernem delovnem okolju z vso potrebno podporo in zaupanjem.  
 Neposredni pogovor je za posredovanje informacij najučinkovitejši način. 
 Delujoča testirana PO s strani končnih uporabnikov je glavno merilo napredka. 
 Uporabniki, kot ocenjevalci uporabne primernosti PO, morajo biti sposobni slediti tempu 
in neprestano težiti k izboljšavam.  
 Preprostost za odpravljanje nepotrebnega dela.  
 Najboljši rezultati se dosežejo s samoorganiziranostjo skupin.  
 Skupina med delom išče načine za povečanje učinkovitosti. 
S stalnimi notranjimi presojami se ocenjuje vodenje za zagotovitev kakovosti in standardov.  
Kakovost dela članov ekipe je zelo pomembna, saj morajo biti sposobni sami razviti PO. To 
pomeni, da morajo biti zelo motivirani in imeti dovolj znanja (Kos, 2012). 
3.4.1 FORMALIZACIJA METODE – POSTOPEK Z OPISOM IN RAZLAGO 
3.4.1.1 Namen uporabe 
Za razvoj PO moramo uporabiti urejen in discipliniran procesni pristop, s pomočjo katerega 
bomo zagotavljali poenoteno in učinkovito vodenje projektov razvoja PO, in s katerim bomo 
tudi zniževali projektna tveganja ter obvladovali stroške projektov (RC IRC, 2016). 
3.4.1.2  Definicije 
Urejen in discipliniran pristop zahteva natančno definicijo vlog posameznikov in spremne 
dokumentacije (tabela 1). Vloge so: izdelovalec zahteve, vodja skupine, skrbnik metode, 
skrbnik izdelka, sistemski analitik – razvijalec in programer – razvijalec. Spremni dokumenti 
so: zahteva, seznam zahtev, seznam nalog in algoritem. 
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Tabela 1: Opis vlog in spremnih dokumentov 
Zahteva Predstavlja kratek in enostaven opis želene 
funkcionalnosti s primeri testov. 
Izdelovalec zahteve 
(naročnik/poznavalec/uporabnik) 
Običajno končni uporabniki nove PO ali poznavalci 
uporabniških zahtev. 
Vodja skupine Vodi skupino proti pravemu cilju in je edini 
odgovoren za uporabniške zahteve. 
Skrbnik metode Odgovoren za pravilno razumevanje in ustrezno 
izvajanje teorije in pravil. Pomaga pri 
premagovanju problemov in odstranjevanju ovir. 
Je lahko član razvojne ekipe, ne more pa biti 
skrbnik izdelka. 
Skrbnik izdelka Predstavnik vseh, ki imajo kakršnekoli interese pri 
razvoju PO. Postavi temelje in odgovarja za 
sestavo seznama zahtev. 
Seznam zahtev Po ustrezni prioriteti urejen seznam vseh zahtev. 
Seznam nalog Seznam zahtev, ki morajo biti v časovnem obdobju 
enega cikla implementirane v novi verziji 
aplikacije. 
Algoritem Navodilo oz. seznam korakov, ki pripelje do rešitve 
problema. 
Sistemski analitik – razvijalec Natančno opiše algoritme za posamezne PR – 
razišče, analizira ter dokumentira aktivnosti 
(funkcije in procese) na osnovi informacij, ki so 
potrebne za izvajanje posameznih aktivnosti. 
Programer  - razvijalec Za posamezne definirane algoritme poišče PR in 
zanje napiše programsko kodo. Za manjše rešitve 
lahko tudi opravi delo sistemskega analitika. 
Vir: Kos (2012); VERSIONONE (2016) 
3.4.1.3 Odgovornosti 
Za razvoj PO so odgovorne skupine, ki jih sestavljajo: vodja skupine, skrbnik izdelka, skrbnik 
metode, izdelovalci zahtev in razvijalci. 
3.4.1.4 Postopek 
Zahteva je pisni opis funkcionalnosti in se uporabi pri načrtovanju razvoja PO.  Zahtevo 
sestavi izdelovalec zahteve (uporabnik ali poznavalec uporabniških zahtev), ki za vsebino tudi 
odgovarja. V zahtevi so kratko in jedrnato (stavek ali dva) napisane želje uporabnika. 
Primer zahteve: Uporabnik na spletu pregleda podatke o parceli. 
Pred pričetkom izdelave PO je potrebno razrešiti nekatera vprašanja na primeru zahteve: 
 Ali mora biti uporabnik (včlanjen) oz. ali ima pravico do pregleda podatkov. 
 Definirati in določiti uporabniške pravice. 
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 Katere informacije in kateri podatki se prikažejo z določeno pravico. 
 Po katerih kriterijih lahko uporabnik pregleduje oz. filtrira podatke. 
Zahtevnejše zahteve lahko vsebujejo tudi več podrobnosti. Za te je najbolje, da jih namesto 
izdelovalcev zahtev, zaradi dodatnih pojasnil, uredijo razvijalci z uporabniki. To neposredno 
sodelovanje je zelo pomembno, ker izdelovalci zahtev, kot posredniki, ne poznajo 
podrobnosti. Če to ni možno, potem mora skupina imeti čim več članov uporabnikov, poleg 
tega pa poskrbeti, da vsaka nova verzija pride čim prej v test končnim uporabnikom. 
Pri opisu funkcionalnosti se morajo zelo natančno zajeti pričakovanja uporabnikov. V zahtevo 
se v kratki obliki zapišejo tudi postopki testiranja za posamezno funkcionalnost. Z izvedbo teh 
testov razvijalec ugotovi ali je funkcionalnost razvita po pričakovanjih. 
Ostala testiranja: 
 Ustreznosti uporabniškega vmesnika s testiranjem posameznih sestavin. 
 Testiranje prijaznosti in zmogljivosti PR. 
 Testiranje z vnosom nepredvidenih vrednosti. 
 Testiranje s strani razvijalca, preizkuševalca in končnega uporabnika. 
 Testiranje v delovnem okolju. 
Glavni cilj testov je pridobivanje dodatnih informacij za oceno razvite PR. 
Pri razvoju morajo biti izdelovalci zahtev (kot naročniki) vključeni v celoten proces razvoja 
(Kos, 2012). Prve zahteve običajno nastanejo že na prvih delovnih sestankih. Za načrtovanje 
nalog se zahteve razvrstijo v skupine, ki omogočajo izdelavo v enem ciklu. Zahteve, ki že 
izdelano programsko opremo samo dopolnjujejo, se lahko dodajajo ali odvzemajo tudi med 
razvojem. 
Dobro napisane zahteve morajo imeti naslednje lastnosti (Lum, 2016; Wake, 2003): 
 Neodvisnost – odvisnost, pomeni tudi obvezno izdelavo vseh zahtev, od katerih je neka 
zahteva odvisna. 
 Prilagodljivost – majhne zahteve so bolj prilagodljive, ker so podrobnosti hitro rešljive 
samo s pogovori. 
 So pomembne za uporabnika – zahteve morajo imeti čim več pomena za vse končne 
uporabnike. 
 Imajo predvidljiv obseg (kompleksnost) – pomembno je, da se v fazi načrtovanja lahko 
predvidi obseg dela za realizacijo posamezne zahteve. 
 Majhnost – optimalno velikost zahteve se doseže z delitvijo ali združevanjem zahtev. Na 
velikost vpliva tudi sama  tehnologija. 
 Omogočajo testiranje – testiranje je ključnega pomena, kot dokaz, da vgrajena 
funkcionalnost deluje ter da je potrebna/smiselna/uporabna. 
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Zelo pomembno je začetno določanje zahtev, ki bi naj zajele vse funkcionalnosti. Na voljo so 
različne tehnike za definiranje začetnega seznama uporabniških zahtev (Trkman & Krisper, 
2011): 
 Intervjuji (opravijo se s predstavniki uporabnikov PO, da se sestavi prvi seznam zahtev). 
 Ankete (za pridobitev več informacij o zahtevah, da jim lahko določimo pomembnost). 
Izdelovalci zahtev in skrbnik izdelka z razvijalci opravijo analizo opravljenih intervjujev in 
anket. 
Skupina naj bi bila sestavljena iz različnih strokovnjakov, ki imajo skupaj vsa potrebna znanja 
in veščine, da lahko sami končajo projekt in razvijejo PO. Njena glavna naloga je na koncu 
vsakega cikla dostaviti novo končano verzijo PO, ki gre lahko v produkcijo, če se vodja 
skupine tako odloči. Skupina je avtonomna in samoorganizirana, prilagodljiva ter odgovorna 
za svoje delo. Člani takšne skupine so bolj motivirani, si zaupajo in posledično sprejemajo 
boljše odločitve. Skupino se vedno obravnava kot celoto, nikoli posameznega člana (Kos, 
2012). 
Cikel je srce postopka, zato se vsi dogodki zgodijo znotraj njega. V njem se pripravi nova 
verzija PO oz. PR z dodatno funkcionalnostjo (Kos, 2012). 
Vsak cikel se začne z načrtovanjem. Skupina pregleda zahteve ter po potrebi dopolni 
prioritetne zahteve. Na seznam nalog prenese tiste zahteve, ki jih je v ciklu sposobna 
narediti. Na koncu cikla izvede pregled opravljenih del in predstavitev funkcionalnosti (slika 
3). Namen pregleda je pridobiti povratne informacije in identificirati dobre in slabe stvari za 
načrtovanje naslednjega cikla (Kos, 2012). 
Slika 3: Grafični prikaz cikla 
 
Vir: Stare (2011) 
Člani skupine se medsebojno dnevno, na kratkem sestanku, informirajo o svojem delu: kaj je 
kdo delal včeraj, kaj bo delal danes in kakšne težave ima pri svojem delu. Na sestanku torej 
člani usklajujejo svoje delo in preverjajo napredek (Kos, 2012). 
Za določanje težavnosti zahtev poskuša skupina priti do neke končne ocene zahteve, s 











celotne skupine in dogovor o načinu razdeljevanja ocen. Izdelovalec zahtev je ocenjevalec, 
naloga razvijalcev pa je poslušanje razlag in pojasnitev zahtev (Kos, 2012). 
Pogovori med člani skupine ob ocenjevanju so ključni in ne smejo biti predolgi. Ocenjevanje 
se izvede preden se projekt v resnici začne in ob koncu ciklov, ko je treba oceniti vse 
zahteve, ki so nastale med ciklom (Kos, 2012). 
Število točk pove, kako težavna je zahteva in omogoča njihovo primerjavo. Z vsoto točk 
merimo hitrost skupine in napredovanje poteka projekta skozi opravljene cikle (Kos, 2012). 
Planiranje ciklov pomeni izbiranje zahtev, ki bodo vključene v trenutni cikel. Razvrstijo se na 
osnovi ocen in po prioriteti zahtev. 




Hodogram je vrstni red postopkov za razvoj določenega projekta. 
Imenovanje projekta in čas trajanja. 







Skrbnik izdelka  
Skrbnik metode  
Področni strokovnjak  
Razvijalec analitik  
Razvijalec programer  
Uporabnik oz. izdelovalec zahteve  
Uporabnik oz. izdelovalec zahteve  
Uporabnik oz. izdelovalec zahteve  
Skupina 2. 
…………… 
Definiranje začetnega seznama uporabniških zahtev z intervjuji in 
anketami. Intervjuje in ankete izvedeta skrbnik izdelka in analitiki. 
Intervju 
Intervjuvanec  
Izpraševalci: skrbnik izdelka, 
analitiki 
 
Vsebina intervjuja: Opis potreb (funkcionalnosti) 
Način uporabe. 







Ime in opis funkcije  






Analiza funkcij oz. zahtev. 
Prioritetni seznam zahtev in njihovih točk. 
Zahteva Ovrednotene 








Vir: CA Technologies (2016) 
Izvedba cikla -ov 
Seznam ciklov za izvedbo nalog 




1. cikel A,B,C 11 Skupina 1   
3. cikel F 8 Skupina 2   
2. cikel D,E 3 Skupina 3   
Vir: Sprint Planning Overview (2015) 
Testiranje primernosti dodanih funkcionalnosti po končanih ciklih. 
Prva sprotna testiranja naredijo programerji, nato preizkuševalci, drugače pa je to izključno 
naloga končnih uporabnikov. 
Notranjo presojo sistema vodenja naredi skupina sama. 
Potrditev uporabnosti s strani končnih uporabnikov, da PO lahko gre v uporabo. 
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4 VEČNIVOJSKA ZGRADBA 
Starejše klasične aplikacije so bile zasnovane tako, da je bil uporabniški vmesnik z 
aplikacijsko logiko in bazo nameščen na istem računalniku oziroma računalniku uporabnika, 
kjer se je aplikacija tudi izvajala. Takšna aplikacija je bila tudi SPs. Sčasoma, ko se je pojavila 
potreba po izmenjavi podatkov, pa se je pričela uveljavljati arhitektura odjemalec – strežnik, 
ki je ločila bazo od uporabniškega vmesnika z aplikacijsko logiko. 
Odjemalec – strežnik (CoLoS, 2016; SERŠ, 2016) 
Arhitektura odjemalec – strežnik predvideva dva nivoja:  
 Aplikativni (debeli odjemalec – angl. fat  client). 
Izvaja: uporabniški vmesnik, obdelavo podatkov, povezovanje in storitve baze. 
 Strežnik (angl. server). 
Omogoča: hranjenje datotek, obdelavo, povezovanje in storitve baze. 
Poslovna logika se običajno v večini nahaja na strani odjemalca. 
Slabosti arhitekture odjemalec – strežnik: 
 Ob vsaki spremembi se mora posodobiti vse odjemalce. 
 Prenosi prometa po omrežju. 
Značilnosti aplikacij odjemalec – strežnik so: 
 Delitev procesiranja in podatkov med enim ali več odjemalčevimi računalniki, ki izvajajo 
aplikacijo ter strežnikom, ki nudi storitve vsakemu izmed odjemalcev.  
 Računalniki so med seboj povezani v omrežje.  
 Okolje je heterogeno – strojna in programska oprema (operacijski sistem) odjemalca ter 
strežnika sta lahko različni.  
 Komunikacija poteka s pomočjo dobro definiranega niza standardnih aplikacijskih 
programskih vmesnikov (angl. API – Application Programming Interface) in klicev 
oddaljenih procedur (angl. RPC – Remote Procedure Call). 
Prednosti arhitekture odjemalec – strežnik so: 
 Medsebojna povezljivost (angl. interoperability) – ključne komponente delujejo neodvisno 
po skupnem protokolu.  
 Skalabilnost (angl. scalability) – vsako od ključnih komponent lahko zamenjamo brez 
večjih sprememb drugod.  
 Prilagodljivost (angl. adaptability) – enostavno vključevanje novih tehnologij.  
 Podatkovna celovitost (angl. data integrity) – vzdržuje se le na podatkovnem strežniku, 
zato je vzdrževanje enostavno.  
 Dosegljivost (angl. accessability) – podatki so enostavno dosegljivi s pomočjo omrežja in 
aplikacij odjemalca.  
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 Učinkovitost (angl. performance) – učinkovitost se lahko optimizira z optimizacijo strojne 
opreme in procesov.  
 Redundančnost (angl. redundancy) – z vgradnjo redundančnih komponent lahko 
omogočimo delovanje sistema, kljub izpadu določenih komponent. 
Enonivojska arhitektura (datotečni strežnik) (CoLoS, 2016; SERŠ, 2016) 
Pri enonivojski arhitekturi aplikacij (slika 4) se uporablja t.i. datotečni strežnik. Datotečni 
strežnik ima nameščene le datoteke, ki tvorijo PB in dostopa do le-teh s pomočjo 
operacijskega sistema. Vsi programski moduli, potrebni za dostop do podatkov (SUPB in 
uporabniške aplikacije), so nameščeni na strani odjemalca. Naloge odjemalca in strežnika so 
navedene v tabeli 2. 
Slika 4: Enonivojska arhitektura 
 
Vir: CoLoS (2016); SERŠ (2016) 
Tabela 2: Naloge po nivojih v enonivojski arhitekturi 
Naloge, ki jih opravlja odjemalec. Naloge, ki jih opravlja strežnik. 
Izvaja uporabniški vmesnik. Shranjuje datoteke. 
Izvaja procesiranje podatkov. Zaklepa zapise. 
Izvaja poizvedbe. Za odjemalca igra vlogo »dodatnega diska«. 
Skrbi za integriteto in varnost podatkov. Malo zaposlen. 
Vir: CoLoS (2016); SERŠ (2016) 
Značilnosti uporabe datotečnega strežnika: 
 Celotno procesiranje se izvaja na strani računalnika, ki zahteva podatke (»fat client«).  
o Aplikacija in podatki so tesno povezani. 
o Vse akcije se izvajajo znotraj ene aplikacije. 
 Za potrebe obdelave se od strežnika do odjemalca prenašajo celotne datoteke.  
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 Problemi enonivojske arhitekture: 
o prenos velikih količin podatkov po omrežju, posledično tudi veliko prometa v omrežju,  
o zahteva zmogljivo strojno opremo na strani odjemalca,  
o odjemalčev SUPB mora poznati zaklepanje zapisov, preverjanje integritete,  
o zahtevno nameščanje in vzdrževanje aplikacij. 
Dvonivojska arhitektura (CoLoS, 2016; SERŠ, 2016) 
Pri dvonivojski arhitekturi aplikacij (slika 5) pride do ločevanja programskih modulov. 
Program, ki omogoča in nadzoruje dostop do PB, je nameščen na podatkovnem strežniku, pri 
odjemalcih pa so nameščene le uporabniške aplikacije. Naloge po nivojih dvonivojske 
arhitekture so prikazane v tabeli 3. 
Slika 5: Dvonivojska arhitektura 
 
Vir: CoLoS (2016); SERŠ (2016) 
Tabela 3: Naloge po nivojih dvonivojske arhitekture  
Naloge, ki jih opravlja odjemalec (1. nivo). Naloge, ki jih opravlja strežnik (2. nivo). 
Izvaja uporabniški vmesnik. Opravlja shranjevanje podatkov. 
Zahteva podatke. Izvaja shranjene procedure. 
Izvaja procesiranje podatkov. Zagotavlja zaklepanje zapisov. 
 Skrbi za integriteto in varnost podatkov. 
Vir: CoLoS (2016); SERŠ (2016) 
Značilnosti dvonivojske arhitekture: 
 Podatkovni bazi je dodan strežniški in odjemalčev modul.  
 Odjemalec je odgovoren za logiko I/O procesiranja in za logiko nekaterih poslovnih pravil.  
 Strežnik je odgovoren za vse funkcije shranjevanja in dostopa do podatkov.  
 SUPB je nameščen le na strani strežnika.  
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Prednosti dvonivojske arhitekture:  
 odjemalčeve postaje so lahko manj zmogljive,  
 manj prometa poteka po omrežju,  
 izboljšana je integriteta podatkov (centralizacija nadzora),  
 shranjene procedure omogočajo, da se nekatera poslovna pravila izvajajo na strežniku. 
Tronivojska arhitektura (CoLoS, 2016; SERŠ, 2016) 
Pri tronivojski arhitekturi (slika 6) se pojavi dodatni aplikacijski strežnik, na katerem je 
nameščena uporabniška aplikacija. To povzroči dodatno razbremenitev odjemalčevega 
sistema. Naloge po nivojih tronivojske arhitekture so prikazane v tabeli 4. 
Slika 6: Tronivojska arhitektura 
 
Vir: CoLoS (2016); SERŠ (2016) 
Tabela 4: Naloge po nivojih tronivojske arhitekture 
Naloge, ki jih opravlja 
odjemalec (1. nivo). 
Naloge, ki jih opravlja 
strežnik (2. nivo). 
Naloge, ki jih opravlja 
strežnik (3. nivo). 
Izvaja uporabniški vmesnik. Izvaja poslovna pravila. Shranjuje podatke. 
Zahteva podatke. Izvaja procesiranje. Izvaja shranjene procedure. 
  Zaklepa zapise. 
  
Skrbi za integriteto in 
varnost podatkov. 
Vir: CoLoS (2016); SERŠ (2016) 
Značilnosti tronivojske arhitekture: 
 Odjemalčeva aplikacija izvaja z malo ali nič procesiranja.  
 Aplikacijski strežnik izvaja celotno procesiranje in uporabo poslovne logike.  
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 Strežnik PB izvaja preverjanja veljavnosti podatkov in nadzor nad vsemi dostopi do 
podatkov. 
Prednosti in slabosti tronivojske arhitekture: 
 Prednosti:  
o Skalabilnost – Lahko imamo več aplikacijskih strežnikov (št. aktivnih aplikacijskih 
strežnikov se lahko dinamično uravnava (Transaction Processing monitor ali Object 
Request Broker). Dostop do PB zahteva le povezavo z aplikacijskim strežnikom, zato 
je lažja zamenjava oz. nadgradnja posameznih ključnih komponent sistema.  
o Večja možnost za ponovno uporabo istih programskih komponent. Če se uporabljajo 
standardi (DCOM ali CORBA), so značilnosti programskega jezika, v katerem je 
implementiran 2. nivo, transparentne.  
o Boljša integriteta podatkov. Vse spremembe podatkov potekajo skozi 2. nivo, le-ta pa 
zagotavlja in prepušča le veljavne ter dovoljene spremembe (odpravljeno tveganje, 
da »marsovske« ali »padalske« odjemalčeve aplikacije poškodujejo podatke). 
o Boljša varnost podatkov. Število varnostnih nivojev je povečano (+1 na aplikacijskem 
nivoju). Zmanjšana potreba po redistribuciji aplikacij – spremembe poslovnih pravil 
posodobimo le na aplikacijskih strežnikih, odpade potreba po redistribuciji aplikacij 
odjemalcem. 
o Izboljšana razpoložljivost. Lahko imamo podvojene aplikacijske in/ali podatkovne 
strežnike (manjša verjetnost, da bo vse odpovedalo naenkrat). 
 Slabosti:  
o Večja kompleksnost in več napora pri izdelavi aplikacij. Potrebna je dvojna 
komunikacija: z odjemalcem in s podatkovnim strežnikom.  
o Manj programskih razvojnih orodij. Na trgu je (zaenkrat) veliko več razvojnih orodij za 
izdelavo dvonivojskih aplikacij. 
 
4.1 TRONIVOJSKA ARHITEKTURA V ECLIPSE 
1. Odjemalec. 
Eclipse skrbi za konsistentnost med odjemalcem in strežniško storitvijo. Strukture so 
definirane v skupnih definicijah (share) nivoja 1 in 2. 
2. Strežniška storitev (GWT RPC). 
Skrbi za povezavo do podatkovne baze (JDBC) in poizvedbe nad njo. Pripravijo se 
strukturirani podatki, ki se pošiljajo na nivo 1 in 3. 
3. Podatkovna baza (SQL). 
Bazo uporabljajo tudi druge aplikacije. 
Slika 7 prikazuje tronivojsko arhitekturo uporabljeno pri izdelavi SPn. 
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Slika 7: Tronivojska arhitektura v Eclipse 
 
Vir: lasten (2016) 
JDBC RemoteServiceServlet 











5 RAZVOJ SP PROGRAMSKE OPREME 
5.1 OPIS RAZLOGOV ZA IZDELAVO SPS 
SP je obračun dohodnin iz subvencioniranih gojitvenih del. Evidence gojitvenih del vodijo 
območne enote (OE), podatki pa so zapisani v bazi. 
Ker je SPs uporabljal samo DBF podatke, podatki iz evidenc gojitvenih del pa so na bazi, so 
se morali za potrebe SPs določeni podatki iz baze pretvarjati (izvažati) v DBF in obratno. Tak 
način je v določenih primerih pomenil podvajanje podatkov in kar nekaj problemov. Pri 
uporabi SPs so uporabniki morali biti zelo zbrani, potrebovali pa so tudi določena posebna 
znanja. 
Torej, razlog za izdelavo nove PO je potreba po poenostavitvi, posodobitvi, prehodom na 
bazo in enostavnem vzdrževanju. 
5.2 ANALIZA SPS 
Primer je zaradi izračuna dohodnin in pogostih sprememb zakonodaje zelo zahteven. 
Poseben pa je zaradi samega pristopa k razvoju oz. izdelavi, saj ne temelji samo na 
uporabniških zahtevah, temveč tudi na proučevanju izvorne kode SPs, ki je nastajala zadnjih 
15 let. Iz nje se je poskušalo ugotoviti še vse veljavne posebnosti. Zagotoviti se je morala 
uporaba za vse arhive, za aktivno uporabo podatkov zadnjih 3 let, seveda pa za razne 
potrebe (poročila, pregleda podatkov ipd.) tudi vse ostale arhive. 
Pri pregledu obstoječe dokumentacije in velikem številu DBF datotek (prometnih, delovnih 
ter pomožnih), je postalo jasno, da skupino čaka veliko dela z močnim poudarkom na 
sodelovanju s pogosto komunikacijo. 
Določena je bila tri članska projektna skupina, sestavljena iz dveh končnih uporabnikov in 
programerjem – razvijalcem. Oba uporabnika sta bila izdelovalca zahtev, eden pa je imel še 
nalogo skrbnika projekta. 
Seznam programov SPs PO 
Računalniška rešitev SP.EXE (SPs) je bila narejena z FPW (FoxPro za WIN). Priloga 1 
prikazuje seznam programov, ki so vključeni v računalniško rešitev. Priloga 2 pa sezname 
tabel. Slika 8 prikazuje primer izgleda vmesnika iz PO SPs. 
Iz seznamov v prilogah 1 in 2 je razvidna kompleksnost ter posledično obseg in zahtevnost 
analize. Veliko število programov pomeni veliko vrstic izvorne kode, ki jo je bilo potrebno v 
fazi analize pregledati in najti še veljavne posebnosti. Tudi veliko število pomožnih tabel 
dokazuje kompleksnost in zahtevno postopkovno izvajanje. Za uporabo kreiranih pomožnih 
tabel iz posameznih postopkov se je od uporabnikov zahtevalo posebna znanja. Paziti pa so 
morali tudi na pravilni vrstni red izvajanja, saj so morali za vsak postopek točno vedeti, kateri 
program in katere podatke uporabiti. Kompleksnost dokazuje tudi veliko število šifrantov, 
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zahtevnost in obseg analize, še posebej pa prometne in sistemske pomožne tabele, in sicer 
zaradi velikega števila polj. 
V analizi je bilo potrebno natančno proučiti vse postopke izvajanja. Proučiti je bilo potrebno 
tudi podatke, ki so bili v vsakem postopku kreirani, saj je bilo potrebno sprejeti odločitve o 
tem, kateri postopki –  razen glavnih (glej seznam glavnih postopkov), in podatki so potrebni 
za uporabo ter vgraditev v SPn. 
Slika 8: Primer izgleda vmesnika iz PO SPs  
 
Vir: lasten (2016) 
Seznam glavnih postopkov: 
1. Zbiranje podatkov iz evidenc: 
Iz OE so po elekronski pošti poslali pripravljene tabele »subvenc« oz. datoteke 
»subvenc.dbf«, ki so se nato združile. 
2. Izvedba kontrole napak na CE za vsako OE: 
Če so bile napake ugotovljene, so se te zapisale v datoteko »dnak_vir.dbf«, ki se je 
poslala na OE za pogled in odpravo napak. Točki 1 in 2 sta se ponavljali, dokler napake 
niso bile odpravljene. 
3. Vnos določenih sprememb. 
4. Vnos računov, agrarnih skupnosti, razdelilnikov za MKO in OD ter pogodb z izvajalci. 
5. Izračun dohodnine. 
6. Izpisi: 
 za izvedbo nakazil, 
 razna poročila v DBF, Txt, Word in XML. 
5.3 RAZVOJ SPN – NAČIN DELA 
SPs v času razvoja in testiranja ostaja v uporabi. 
Programer (razvijalec) je opravil tudi dela sistemskega analitika (razvijalca) ter vsa dela na 
bazi (ureditev strukture podatkov, procedure, prenosa podatkov v bazo itd.). Sodeloval je v 
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vseh delovnih fazah, ki so se izvajale zaporedno in mešano ter s ponovitvami, odvisno od 
situacije. 
Delovni postopek/faze dela/točke 
1. Pregled in priprava podatkov. 
I. Pregled podatkov. 
II. Priprava strukture podatkov v bazi. 
III. Prenos podatkov v bazo. 
2. Pregledovanje oz. iskanje še veljavnih posebnosti v programski kodi SPs. 
3. Priprava zahtev. 
I. Pisanje zahtev. 
II. Ureditev po prioriteti. 
III. Priprava sprejemnih in ostalih testov. 
IV. Spreminjanje podatkovne strukture. 
V. Točka 4 – pisanje programske kode (I. in II.). 
4. Priprava seznama nalog za izvedbo cikla. 
I. Pregled zahtev. 
II. Prenos zahtev v seznam nalog. 
III. Točka 5 – pisanje programske kode (III. do VII.). 
IV. Pregled opravljenih del. 
5. Pisanje programske kode. 
I. Samo toliko, da se lahko izvede sprejemno testiranje. 
II. Preoblikovanje kode na osnovi sprejemnih testov. 
III. Ostala testiranja. 
IV. Vzporedno testiranje – primerjava med SPs in SPn. 
V. Spreminjanje oz. dopolnitev zahtev. 
VI. Spreminjanje podatkovne strukture. 
VII. Preoblikovanje kode na osnovi testiranj. 
6. Potrjevanje izdelanih funkcionalnosti oz. PR in celotne PO. 
I. Dopolnitev zahtev. 
II. Preoblikovanje programske kode. 
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5.4 UPORABNIŠKI VMESNIK SPN 
SPn je spletna aplikacija napisana s programskim jezikom Java v okolju Eclipse – zaradi 
večnivojske strukture bo vzdrževanje lažje. 
Opis. 
Zaradi zagotovitve uporabe arhivskih podatkov in enostavnega ponavljajočega se prenosa 
DBF podatkov v bazo, se bo za določeno obdobje obdržala enaka struktura glavnih 
prometnih tabel: nak_virs, pog_izv, pog_oe, pog_mkg in šifrantov. Uporabijo se sistemski 
šifranti iz baze, razen tistih z določenimi posebnostmi, ki jih potrebuje samo SP. 
Odpadejo pa vse navedene pomožne in delovne tabele iz SPs. 
Do nadaljnjega ostane enak tudi postopkovni način dela – brez prenosa podatkov oz. DBF 
datotek iz OE na CE. 
SPs se je zaradi učinkovitejših kontrol in prisotnosti finančno računovodskega oddelka, 
uporabljala samo na CE. Posledično so morali, za uporabo v SPs, zaposleni iz OE po 
elektronski pošti določene podatke pošiljati na CE. 
SPn pa bo kot spletna aplikacija omogočala vnos tudi uporabnikom na OE in ne bo več 
potreben prenos podatkov. 
Postopkovni način (glavne faze) dela: 
1. Zbiranje podatkov iz evidenc. 
2. Izvedba kontrole napak, ki jo bodo lahko izvajali tudi na OE. 
3. Vnos določenih sprememb. 
4. Vnos računov, agrarnih skupnosti, razdelilnikov za MKO in OD ter pogodb z izvajalci. 
5. Izračun dohodnine. 
6. Izpisi. 
Seznam izdelanih univerzalnih PR za ponovno uporabo pri izdelavi novih PO: 
1. Za izdelavo panelov (slika 9). 
2. Za izdelavo obrazcev (slika 10). 
3. Za izdelavo tabel (grid) po straneh ali vseh zapisih (slika 11). 
4. Za vnos (dodajanje, brisanje, spreminjanje, kontrole) podatkov v obrazec (formo) in 
tabelo (slika 12). 
5. Za različne prikaze podatkov. 
6. Za poizvedovanje podatkov (slika 13). 
7. Za izdelavo izpisov v Word, Xls, Xml, Html, Pdf in Txt. 
8. Za izdelavo storitev (servlet). 
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Slika 9: Primer panela 
 
Vir: lasten (2016) 
Slika 10: Primer obrazca 
 
Vir: lasten (2016) 
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Slika 11: Primer tabele 
 
Opis točk a, b, c: 
a) Pomik po zapisih: na vrh, gor, dol, na dno. 
b) »+« prikaz dodatnih informacij za zapis. 
c) Pomik po straneh. 
Vir: lasten (2016) 
Slika 12: Primer vnosa v tabeli 
 
Opis a in b za točko 4: 
a) Vnos v celici s kontrolo vnosa.  
b) Shrani: shranijo se vse spremembe hkrati. Opusti: zanemarijo se spremembe. Odstrani: 
odstrani oz. briše se izbran zapis oz. vrstica. 






Primer prikaza podatkov v kolonah tabele – točka 5. 
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Slika 13: Poizvedbe 
 
Vir: lasten (2016) 
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6 UGOTOVITVE 
Prednost uporabe metodologije: 
 Večanje znanja za razvoj PO. 
 Enaki standard izdelave in uporabe za vse PO. 
 Krajšanje razvojnega časa – zaradi večanja znanja in dokumentiranih PR. V 
dokumentaciji se lahko poišče ali že obstaja PR, katere uporabnost se išče za izdelavo 
nove PO. 
 Za ločevanje nalog – predvsem pisanje zahtev, kar je naloga uporabnikov, ki pa jo 
pogosto želijo prenesti na programerje. 
 Da je končna odgovornost o uporabnosti in pravilnem delovanju PO izključno na strani 
uporabnikov (Trkman & Krisper, 2011). 
6.1 PRIMERJAVA MED LASTNIM IN ZUNANJIM RAZVOJEM 
Razvoj PO zahteva programerje in razvojno okolje: računalnike, strežnike, omrežje in 
prostore. Vse navedeno je ZGS imel in ima. 
Zunanji razvoj pomeni, da za organizacijo razvijejo PO druge organizacije (zunanji 
izvajalec) in je organizacija lastnik samo končnega, uporabniškega izdelka in ne programske 
izvorne kode, razen, če se stranki dogovorita, da je predmet nakupa tudi izvorna koda, kar 
pa seveda ceno PO občutno poveča. 
Prednost bi naj bila v večjem znanju in večjih izkušnjah. Seveda je navajanje prednosti tudi 
odvisna od same pozicije organizacije. Če ima organizacija lasten razvoj (programerje in 
razvojno okolje), potem bo odločitev za zunanji razvoj odvisna od situacij, ki jim lahko 
rečemo prednosti zunanjega razvoja, kot so na primer: 
 če organizacija nima dovolj kadra ali pa ta nima ustreznega znanja; 
 ker bo zunanji izvajalec razvil PR hitreje; 
 kadar gre za PR, ki zahtevajo posebna znanja; 
 kadar je v organizaciji kader prezaposlen in gre za izdelavo manjših PR ipd.. 
Slabosti in možni problemi: 
 Izvajalec lahko propade. 
 Običajno slabša komunikacija.  
 Izvajalec izgubi sposobnega programerja in ne dobi ustrezne zamenjave. 
 Odzivni čas je sigurno večji, če ni, pa je zelo drag (priloga 4: Še en primer cenika za 
primerjavo oz. pogled). Daljši odzivni čas je logičen, saj mora redno servisirati vse svoje 
stranke. Vzrok pa je tudi v nepoznavanju ali slabem poznavanju vsebine, stanja in stroke. 
 Odvisnost naročnika od izvajalca – takoj, ko izvajalec izdela PO, dobi kot edini lastnik 
izvorne kode, določeno moč. Seveda lahko naročnik s PO kupi tudi izvorno kodo, kar 
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pomeni občutno večji strošek, vseeno bo pa še imel probleme z iskanjem novega 
izvajalca. 
 Več izvajalcev: 
o Za vsako PO je lahko drug izvajalec, odvisno od razpisa in samih prijav na razpis ter 
razpoložljivih sredstev. 
o Za izdelavo ene večje oz. obsežne PO, za katero se načrtuje časovno daljši razvoj z 
več razvojnimi fazami in tehnologijami, bo potrebnih več različnih razpisov. 
Več različnih izvajalcev posledično pomeni več problemov in stroškov. 
 V večletnem pogodbenem sodelovanju lahko pride do sporov in izidi se običajno končajo 
slabše za naročnika. 
Lasten razvoj pomeni, da za organizacijo razvijejo PO njeni zaposleni delavci. Organizacija 
je tako lastnik PO in izvorne kode. 
Prednosti: 
 Veliko cenejši. 
 Neodvisnost – lastno znanje in lastna koda pomenita neodvisnost. 
 Poznavanje vsebin, stanja in stroke. 
o PO je lahko prej narejena. 
o Zunanji izvajalci naredijo samo tisto, kar se jim naroči. Notranji razvijalec, pa kot 
dober poznavalec stvari, še kaj doda. Vsak takšen dodatek bi zunanjemu razvijalcu 
morali posebej naročiti in plačati. 
 Učinkovitejše interakcije – komunikacija in dogovori znotraj organizacije so boljši, saj so 
zaposleni dnevno v osebnem stiku (iz oči v oči – glej točka 3.4). 
 Možnost zaslužka z razvojem PO za druge organizacije. 
 Niso potrebni razpisi. 
Kot je že omenjeno v uvodu je razvoj PO na ZGS temeljil na lastnem razvoju. Potrebno je 
poudariti, da so se v preteklosti dokaj uspešno reševale vse zahteve uporabnikov.  
6.2 STROŠKOVNA IN ČASOVNA PRIMERJAVA MED LASTNIM IN 
ZUNANJIM RAZVOJEM 
Zahteva je razviti PO z večnivojsko arhitekturo in programer – razvijalec mora opraviti dela 
analitika ter vsa zahtevna dela na bazi. 
Primerjalni izračuni 
Za stroškovno primerjavo bomo, za izračun stroška zunanjega izvajalca oz. razvoja, vzeli 
ceno ure 50,00 EUR z DDV (priloga 3: Cenik za primerjavo – Opis »Programer II«). Ceno 
ure za lasten razvoj pa 11,00 EUR (1.914,00 bruto OD za 174 ur).  
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Primer 1: 
Zaradi poenostavitve predpostavimo, da imajo razvijalci, tako zunanji kot lastni, enaka 
znanja. Z enakim znanjem bodo lastni razvijalci delo, zaradi poznavanja, končali prej. Osnova 
za primerjalni izračun bo 100 ur. 
Tabela 5: Izračun primera 1 
Ure Zunanji razvoj Ure Lasten razvoj 
100 5.200 90   990 
Vir: lasten (2016) 
Primer 2: 
Če imajo lastni razvijalci nekoliko slabša znanja, imajo pa časovne rezerve, zaradi poznavanja 
primerov. 
Tabela 6: Izračun primera 2 
Ure Zunanji razvoj Ure Lasten razvoj 
100 5.200 150 1.650 
Vir: lasten (2016) 
Primer 3: 
Če imajo lastni razvijalci veliko slabša znanja in rezerve, zaradi poznavanja primerov. 
Tabela 7: Izračun primera 3 
Ure Zunanji razvoj Ure Lasten razvoj 
100 5.200 250 2.750 
Vir: lasten (2016) 
Razvijalci (predvsem programerji) se morajo stalno izobraževati. V večini primerov to pomeni 
samoizobraževanje, lahko pa so v obliki plačljivih tečajev ipd. Izobraževanje običajno 
zaposlenim organizira in plača organizacija. 
Tabela 8: Primer zahtevnega in obsežnega izobraževanja 
Opis EUR z 
DDV 
Delavnica – Programiranje HTML5 aplikacij z Javascriptom (40 ur oz. 5 dni) 1.428,00 
Visoko razpoložljive javanske rešitve (16 ur oz. 2 dni) 828,00 
Postavitev infrastrukture  (48,00 EUR z DDV na uro * 6 ur): 
‒ Pomoč pri postavitvi okolja.  
‒ Načrtovanje aplikacije.  
‒ Izdelava komponent in zaslonskih mask. 
288,00 
SKUPAJ 2.544,00 
Vir: lasten (2016) 
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Opomba: primer v tabeli 8 je ponudba podjetja, ki zaradi neprimernosti ne bo navedeno. 
V primeru lastnega razvoja lahko motiviran programer z določenimi izkušnjami, na osnovi 
takšnega izobraževanja, izdela zelo zahtevno PO. Tako zahtevno izobraževanje je potrebno le 
redkokdaj. 
Primer 4: 
Če imajo lastni razvijalci veliko slabša znanja ter potrebujejo izobraževanje in imajo rezerve, 
zaradi poznavanja primerov. 
Tabela 9: Izračun primera 4 
Ure Zunanji razvoj Ure Lasten razvoj 
100 5.200 250 2.750 
  izobraževanje 2.544 
SKUPAJ 5.200  5.294 
Vir: lasten 
Običajno ni potrebno tako zahtevno izobraževanje in bi strošek izobraževanja bil nižji. 
Tiste organizacije, ki imajo nezahteven IS in za opravljanje svojega dela potrebujejo samo 
eno, ali največ dve PO, seveda ne bodo razvijale PO same. 
Povsem drugače pa je za organizacije, ki že imajo svoj razvoj ter veliko zahtevnih PO. 
Takšnim organizacijam je celo primerneje zaposliti programerja – razvijalca za določen čas 
razvoja. 
Aplikacije, ki jih potrebuje ZGS, so v večini obsežne ter posebne in zato razvoj traja dlje časa. 
30 
7 ZAKLJUČEK 
Za razvoj programske opreme je zelo priporočljivo imeti in uporabljati metodologijo, ki 
usmerja samo delo in od deležnikov zahteva nek red. Metoda mora biti takšna, da člane 
razvojno projektne skupine maksimalno motivira, saj bodo edino tako delo opravili dovolj 
kvalitetno. 
Kot najprimernejšo od prikazanih arhitektur za razvoj programske opreme, je navedena 
tronivojska arhitektura, ki je danes verjetno najpogosteje uporabljena pri izdelavi 
programske opreme. Prav tako je potrebo poudariti, da se že precej uveljavlja in uporablja, 
seveda odvisno od potreb, N – nivojska arhitektura. 
Naloga bralca seznani z obsegom, zahtevnostjo in kompleksnostjo ter stroškovnim vidikom 
razvoja programske opreme. 
V nalogi je opisan način razvoja programske opreme (poglavje 3) na osnovi agilne metode, 
katera omogoča realizirati vse primere iz prakse, kar je tudi prikazano z opisanim načinom 
dela (podpoglavje 5.3). Izdelala se je nova programska oprema s programskimi rešitvami za 
večkratno uporabo (podpoglavje 5.4). Lažje vzdrževanje programske opreme je doseženo s 
tronivojsko arhitekturo in poenostavitvijo podatkovne strukture, saj so obdržane samo glavne 
prometne tabele. 
Osnovna hipoteza, ki sem jo preverjal v diplomskem delu, se glasi: Lastni razvoj programske 
opreme je primernejši od zunanjega. 
Upoštevajoč ugotovitve v poglavju 6.2, lahko osnovno hipotezo v celoti potrdim. Toda, vedno 
je potrebno stremeti k optimizaciji s stalnim iskanjem izboljšav za nadgradnjo. Lasten razvoj 
se nadgrajuje z izkušnjami in raznimi oblikami izobraževanja. Izboljšave se lahko dosežejo 
tudi s kombiniranjem vseh razpoložljivih možnosti oz. opcij. V razvoju programske opreme je 
zunanji razvoj, zaradi določenih prednosti navedenih v poglavju 6.1, lahko zelo pomembna 
opcija za nadgradnjo lastnega razvoja. 
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Priloga 1: Programski izpis  
Ime programa          Velikost     Datum       Ura 
OBV_LAST PRG        18.107  10-08-02  10:44 
OBVESTI  PRG        18.040  11-07-01  13:19 
OBVIZV   PRG        20.845  07-12-04  10:39 
OBVLAST  PRG        26.249  13-05-24  10:04 
OBVLASTM PRG        22.536  07-12-04  10:40 
OBVLASTN PRG        22.659  12-09-04  11:59 
SP       PRG        11.345  11-12-16  12:57 
SP_INDEX PRG         2.342  11-06-24  14:17 
SP_INTER PRG         8.089  09-09-25  10:15 
SP_MIDPO PRG         4.807  11-05-18  13:23 
SP_MIDPR PRG         3.073  11-12-02  10:14 
SP_MKG   PRG        41.090  13-03-29   9:25 
SP_NAKAZ PRG        30.193  07-07-25   8:46 
SP_NAKPO PRG         4.799  07-07-25   7:19 
SP_PLNAL PRG        29.624  07-07-25   7:56 
SP_POGKO PRG         4.726  07-07-25   8:09 
SP_POGOD PRG        14.582  12-04-25  11:29 
SP_POGUJ PRG         2.838  07-07-25   7:28 
SP_POGUK PRG        14.894  09-11-24   9:05 
SP_PREJE PRG        21.109  07-07-26   8:29 
SP_PRIK  PRG        21.161  07-07-26   7:50 
SP_REAOE PRG        25.424  11-01-18  14:03 
SP_REK2B PRG        16.465  07-07-25   8:12 
SP_SKLAD PRG         7.959  08-12-08  14:13 
SP_SPREJ PRG        47.358  07-06-28  15:07 
SP_VIRMA PRG        35.046  11-12-16  12:56 
SP_VNOS  PRG        15.777  11-05-06   9:32 
SP_VPOGI PRG         7.373  07-07-24   7:42 
SP_ZAHKE PRG         8.934  09-11-24   9:06 
SP_ZAHOE PRG        11.485  10-07-06   8:09 
SP_ZAHRE PRG         9.421  09-11-24   9:06 
SP_ZAHUK PRG        11.973  09-11-24   9:01 
SP_ZAVEZ PRG         5.932  07-07-25   9:02 
SPIZVPOG PRG         6.837  07-09-04  14:00 
SUBVENC  PRG        64.521  12-03-30  13:42 
TRAK     PRG        11.169  95-09-13   7:48 
FUNKCIJE PRG        11.070  11-10-20  12:29 
ODPRIDBF PRG         9.538  03-02-05  20:48 
REK_2    PRG        18.761  13-05-24   9:28 
SISTEM   PRG        11.975  05-10-29  11:37 
SP_ASPRI PRG         1.706  11-11-03   9:52 
SP_ASUVO PRG         8.703  12-11-16  12:56 
SP_INDEX PRG         2.342  11-06-24  14:17 
SP_ZAHIZ PRG        11.320  13-05-27  11:54 
SP_ZAHPR PRG        39.414  13-04-12   9:36 
SPOROCI  PRG         3.033  98-02-23  12:54 
SPXML    PRG         7.150  13-05-23   9:27 
Vir: lasten (2016) 
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Priloga 2: Seznam podatkovnih tabel SPs PO 
ŠIFRANTI 
SIF_MAT    MATERIALOV                        KOLON   5 
AGENCIJA   SDK AGENCIEJ                      KOLON   3 
AGRSKUP    ČLANSTVO AGRARNE SKUPNOSTI        KOLON  12 
BANKA      BANKE                             KOLON   6 
DOHOBR     DOHODKI DOHODNINE                 KOLON   5 
GGO        OBMOČNE ENOTE                     KOLON   5 
INTERNET   OBJAVA NA INTERNETU               KOLON   2 
KE         KRAJEVNE ENOTE                    KOLON   8 
MALHA      MALHE                             KOLON   2 
MID_PO     POROČILO ZA FINANCE – PO IZPL.    KOLON  32 
MID_PRED   POROČILO ZA FINANCE – PRED IZ.    KOLON   6 
OBCINA     OBČINE                            KOLON   2 
POSTAVKA   POSTAVKE                          KOLON   8 
POSTNAK    POŠTNE NAKAZNICE                  KOLON  10 
PREVOZ     STROŠKI PREVOZOV                  KOLON   3 
REK_XML    ZA TVORBO XML                     KOLON   3 
REVIRJI    REVIRJI                           KOLON   9 
SDK        PODATKI ZA SDK                    KOLON   1 
SIF_POST   DODATEN ŠIFRANT POSTAVK           KOLON   5 
SIF_UKR    UKREPI                            KOLON  18 
TRARACUN   POSEBNI SEZNAM TRANS. RAČUNOV     KOLON   3 
ZAVEZANEC  LSTNIKI IZVAJALCI                 KOLON  41 
PROMETNE TABELE 
NAK_VIRS   PROMETNA DATOTEKA SOFINANCIRANJ   KOLON 110 
SP_REK2    PROMETNA DATOTEKA DOHODNINE       KOLON  43 
POG_IZV    POGODBE IZVAJALCEM                KOLON  10 
POG_MKG    POGODBA Z MKO                     KOLON  10 
POG_OE     RAZDELILNIK SREDSTEV PO OE        KOLON  13 
POG_KE     RAZDELILNIK SREDSTEV PO KE        KOLON  11 
POG_OEU    RAZDELILNIK SRED. PO OE-UJME      KOLON  14 
POG_REV    RAZDELILNI SRED. PO REVIRJIH      KOLON  11 
SISTEMSKE POMOŽNE TABELE SPs 
NAPAKA     NAPAKE                            KOLON 112 
OBVESTI    OBVESTILO LASTNIKOM               KOLON  25 
OBVIZV     OBVESTILO IZVAJALCEM              KOLON  28 
OBVLAST    OBVESTILO LASTNIKOM               KOLON  37 
OBVLASTM   OBVESTILO LASTNIKOM               KOLON  30 
OBVLASTN   OBVESTILO LASTNIKOM               KOLON  39 
OBV_LAST   OBVESTILO LASTNIKOM               KOLON  29 
ZAHTEVEK   KRMILNI ZAPIS ZA ZAHTEVEK         KOLON   3 
SUBVENC    PODATKI IZ EVIDENC                KOLON 110 
DNAK_VIR   NAK_VIRS Z NAPAKAMI               KOLON 110 
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DELOVNE POMOŽNE TABELE SPs 
VEČ RAZLIČNIH DATOTEK… 
Vir: lasten (2016) 
Priloga 3: Cenik za primerjavo  
Opis   Enota  cena brez pogodbe cena s pogodbo 
Tehnik Vzdrževanje strojne in sistemske programske opreme Ura 42,00 25,20 
Svetovalec I Uvajanje v delo s programi in osnovne nastavitve 
sistema 
Ura 58,34 35,00 
Programer I Programiranje, dela na podatkovni bazi, oblikovanje 
izpisov 
Ura 58,34 35,00 
Programer II Zahtevno programiranje večnivojskih aplikacij, 
zahtevna dela na podatkovni bazi 
Ura 73,03 
87,936 z DDV 
43,82 
52,584 z DDV 
Svetovalec II      Zahtevno uvajanje, izvedba povezav z zunanji sistemi Ura 92,17 55,30 
Izvedenec Ekspert Projektiranje kompleksnih rešitev, priprav analiz ter 
svetovanje 
Ura 143,00 85,80 
Minimalna zaračunljiva postavka pri obiskih na lokaciji je ena ura, po dopolnjeni eni uri pa se čas zaokrožuje na 5 minut 
natančno. Za podporo preko elektronske pošte in telefona znaša minimalna zaračunljiva postavka 15 minut, po preteku 15-ih 
minut pa se zaokrožuje na 5 minut natančno. 
Vrednost kilometrine in časa na poti se zaračunava po Uredbi objavljeni v URL 140/2006 in Uredbi o višini povračil stroškov v 
zvezi z delom in drugih dohodkov, ki se ne vštevajo v davčno osnovo (URL 76/2008 z dne 25.7.2008). 
V primeru intervencij, pa se obračunajo dejanski potni stroški nastali za odpravo napake. 
Za storitve izven delovnega časa (po 17 uri) se zaračuna dodatek v višini 35%, za storitve opravljene po 20 uri in ob sobotah, 
nedeljah ter praznikih pa 50%. 
Vir: iWare (2010) 
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Priloga 4: Še en primer cenika za primerjavo oz. pogled 
REFERENČNI CENIK STORITEV ZDRUŽENJA ZA INFORMATIKO IN TELEKOMUNIKACIJE ZA STORITVE S 
PODROČJA IKT 






Rutinska dela brez potrebnih 
posebnih znanj in predhodnega 
uvajanja. 
Pisarniško administrativna ter ostala pomožna 





izobraževanje in izkušnje, ter 
krajše uvajanje – do 1 meseca. 
Popravila, osnovna tehnična in vzdrževalna dela, 
Izvajanje anket, zbiranje gradiva, Samostojno 





Potrebno poglobljeno uvajanje 
do nekaj mesecev. 
Enostavno programiranje, Srednje zahtevna dela na 
nivoju delovnih postaj in omrežij, Samostojno 






Potrebno daljše specialistično 
izobraževanje ter najmanj 1 
letne izkušnje. 
Srednje zahtevno programiranje, 
Enostavno izobraževanje in uvajanje uporabnikov, 
Dokumentiranje programskih rešitev, Priprava in 
oblikovanje uporabniške dokumentacije, Spletno 
oblikovanje, 
Enostavno administriranje strežnikov, Samostojno 




Sistemski inženir I 
79 
Reševanje zelo zahtevnih 
problemov, pri katerih so 
potreben večletne delovne 
izkušnje 
Vodenje manj zahtevnih projektov, 
Sistemska analiza in načrtovanje, 




Sistemski inženir II 
95 
Reševanje izjemno zahtevnih 
problemov, pri katerih so 
potreben večletne delovne 
izkušnje in specialistično 
izobraževanje. 
Vodenje in koordinacija zahtevnih projektov, 
Zahtevno programiranje in izobraževanje, 











najzahtevnejših problemov za 
katere so potreben večletne 
izkušnje in poglobljeno znanje 
na posameznem strokovnem 
področju. 
Strateško svetovanje, Svetovanje za uvajanje, 
Implementacija in integracija aplikacij in 
kompleksnih sistemov, Zahtevna dela, analize in 





Opomba: V priporočenih cenah ni upoštevan davek na dodano vrednost. Informativne cene v Evrih so določene na 
osnovi paritetnega tečaja Banke Slovenije. V cenah so upoštevane efektivne ure. Potni stroški, dnevnice in 
specificirani materialni stroški se obračunajo posebej. 
Za storitve izven delovnega časa (po 17 uri) se zaračuna dodatek v višini 50%, za storitve opravljene po 20 uri in ob 
sobotah, nedeljah in praznikih pa 100%. 
Projektno vodenje se obračuna po obsegu ur ali pavšalno od vrednosti projekta (glede na zahtevnost od 12,5% do 
20% vrednosti). 
Za nujna dela, ki zahtevajo prerazporeditev resursov (pričetek del naslednji delovni dan) se zaračuna dodatek v višini 
50%, za zelo nujna dela (pričetek del nemudoma/tekom istega delovnega dne) pa 100%. 
 V tabeli so vključeni posamezni rangi programerjev I., II. In III glede na strokovnost in stopnjo zahtevane izobrazbe 
v skladu s priporočili delovne v okviru ZIT za pripravo ankete o vrednotenju in sistematizaciji delovnih mest v panogi. 
Odpoved del 
37 
Kot odpoved del šteje odpoved del v celoti ali sprememba roka za pričetek del. V obeh primerih šteje, da je izvajalec 
rezerviral ustrezne resurse za izvedbo projekta, katere v kratkem času ne more prerazporediti na druga dela in naloge 
in je zato upravičen do ustreznega nadomestila: 
 odpoved manj kot 7 dni pred izvedbo: zaračuna se celoten pogodben znesek 
 odpoved v 7 do 15 dneh pred izvedbo: zaračuna se 50% vrednosti pogodbe 
 odpoved v 15 do 30 dneh pred izvedbo: zaračuna se 30% vrednosti pogodbe 
 odpoved v več kot 30 dneh pred izvedbo ne predvideva povrnitve stroškov odpovedi 
Pripravljenost in odzivnost 
 med delavnikom znotraj delovnega časa 
 med delavnikom – podaljšan delovni čas 
 zunaj delovnega časa 
Strošek mesečne razpoložljivosti strokovnjakov glede na odzivni čas se izračuna na podlagi osnovne cene delovne ure 
in faktorjev v tabeli (cena delovne ure x faktor). Faktorji v tabeli upoštevajo stroške rezervacije resursov v rednem in 
izven delovnega časa.  
 
odzivni čas / 
razpoložljivost 
strokovnjakov 
med delavnikom    8-12, 13-16 
ure 
med delavnikom 8-20 
ure 
365 dni x 24 ur 
 
24 ur Brezplačno 0,25 2,50 
8 ur 0,42 0,67 4,17 
4 ure 0,83 1,33 8,33 
2 uri 1,67 2,67 16,67 
1 ura 3,33 5,33 33,33 
V dogovorjenih časih se opravlja redno tehnično vzdrževanje, odpravlja napake in izvaja uporabniško podporo ter 
spremembe. Ostale storitve se izvajajo v skladu s splošno ponudbo oz. pogodbo med ponudnikom in stranko. 
Vir: Gospodarska zbornica Slovenije (2008) 
 
