The paper presents a software design methodology based on computational experiments for effective selection of software component set. The selection of components is performed with respect to the numerical quality criteria evaluated in the reproducible experiments with various sets of components in the virtual infrastructure simulating the operating conditions of a software system being developed. To reduce the number of experiments with unpromising sets of components the genetic algorithm is applied. For representing the sets of components in the form of natural genotypes, the encoding mapping is introduced, reverse mapping is used to decipher the genotype. In the first step of the technique, the genetic algorithm creates an initial population of random genotypes that are converted into the assessed sets of software components. The paper shows the application of the proposed methodology to find the effective choice of Node.js components. For this purpose, a MATLAB program of genetic search and experimental scenario for a virtual machine running Ubuntu 16.04 LTS operating system were developed. To guarantee the proper reproduction of the experimental conditions, the Vagrant and Ansible configuration tools were used to create the virtual environment of the experiment.
I. INTRODUCTION
Effective selection of software components based on assessments of the quality of service criteria [1] is becoming increasingly important problem [2] in connection with the spread of the framework approach to software development. This paper considers the problem in the context of highly loaded distributed client-server information systems (IS) implemented in the JavaScript.
The framework is a template of architectural solution. It allows the developer to unify the process of developing an IS based on a combination of the constant part of the IS (framework), which does not vary from configuration to configuration, and connected components that are compatible with the constant part. The JavaScript framework is a framework written in the JavaScript language that allows programmers to manipulate a set of compatible components (libraries) to solve a problem. The framework differs from the JavaScript library in the control flow: the library is always called by its parent code, while the framework defines the overall architecture of the IS and calls certain components to implement the functionality defined by the developer.
The aim of this work is creating and experimentally testing a technique for effectively selecting the software components for the framework based on experimental evaluations of quality criteria.
The article consists of six sections. The first is Introduction. In the second section the review of the related works is presented. In the third section the problem is formulated. The fourth section describes the methods of genetic search and the configuration of the experimental stand. The fifth section provides the results of the genetic search. The sixth section discusses the results. The seventh section concludes the article.
II. RELATED WORKS
Solved with the help of JavaScript in recent years, the variety of tasks has led to the emergence of hundreds of frameworks. They can be divided into two groups. (1) Universal one (for example, Node.js), which allows the developers to use JavaScript for writing the server part of a web application as a general-purpose language with the ability to interact with I/O devices. (2) Frameworks for writing browser-based (front-end) applications running on the user's side, such as the followings: Angular.js, Angular (it is written in TypeScript, which is a backwards-compatible JavaScript modification), Vue.js, React.js and lots of others.
To support the optimal choice of the framework, various techniques were proposed earlier. Those techniques allowed the developers to assess the compliance of the framework with the general needs of the developer for a given set of components using the performance benchmark results [3] or expert evaluations [4] . However, an urgent task is creation of a methodology for selecting the efficient set of software components for the specified framework to provide the guaranteed quality of service [5] (QoS) and the efficiency of operation under given conditions. Those conditions include the specific development environment, computing infrastructure, computational loads during normal and peak operation, etc.
The basic element of such a technique should be the procedure for conducting reproducible computational experiments to assess the quality of the functioning of software components. Unlike the automated software testing [6] , the experimental assessment of the quality of the functioning would provide more flexible approach to select the components for the IS even if there were no errors reported but the performance of the IS could be increased with effective selection of the components. By automating this procedure, it is generally necessary to solve the problem of reducing the number of iterations of software components in order to obtain the effective set. The solution can be found using genetic algorithms [7] . They have proven themselves to be useful in assessing the problem of multicriteria optimization in the field of software development: evolutionary software development cost estimation [8] ; optimization of computing resources utilization [9, 10] ; generating optimal test data sets [11] ; evaluating [12] software reliability; optimization of software partitioning into modules [13] ; prioritizing client requirements for software development [14] ; software refactoring [15] ; in solving problems of project management [16] and human resources allocation [17] ; in other tasks, including those related to the development of cloud webservices with QoS-aware resource allocation and dynamic web-service composition [18] [19] [20] . 
III. MODEL AND RESEARCH METHODS
Using the above introduced approach let us consider the case of selecting Node.js components. 
are normalized with respect to their maximum values in the experiment and take their values in the segment [0; 1].
The task is selecting the stack * s of Node.js components, solving the problem (2). 
Notation
Criterion Unit The microprocessor operating time spent on the experiment ms The increase in the heap size, marked at the end of the experiment byte Real time spent on the experiment ns
IV. EXPERIMENTAL METHODOLOGY
The automated methodology for selecting an effective set of software components involves the use of a genetic algorithm to generate and experimentally evaluate stacks of technologies (see Fig. 2 ).
The integration of the components of the stack is implemented using a functional approach, which is the most convenient way to combine various sets of software components. Each function which is being called during the experiment is a kind of software interface that is implemented using one of the stack components. Since components, as a rule, provide tools that go beyond a single function, they can be used to implement several functions. The use of a single component for performing a variety of tasks in the general case is preferable, since it reduces the amount of RAM needed by the IS. www.ijacsa.thesai.org At the initialization stage, the functions, which define the basic settings of the components, are called. Each of them forms a new anonymous function at the output, which has exclusive access to the component with the specified settings. Next, anonymous functions are placed in a single namespace with the names listed in Table III . To increase the reliability of the results obtained, the component cache (also known as Node.js module cache) is cleared before initialization.
After the initialization, the execution phase of the experimental algorithm begins. For research purposes, the following experimental algorithm is used:
1) Form the path to the directory with a set of subdirectories.
2) Read the list of subdirectories.
3) Exclude hidden subdirectories. 4) Form the path for each directory. 5) Do the followings for each path: a) Read all the list of files recursively. b) Read and load into the RAM all the files. c) Create a Zip-archive in the RAM. d) Calculate the MD5-hash for the created archive. After the initialization procedure and the execution of the experimental algorithm are done, a json file results.json is generated. It contains the source data for the calculation of the integral criterion (1). This data is obtained through the interface of the "process" object of Node.js.
The genetic search configuration is specified in 
where G is the last population of individuals before the genetic algorithm stops.
Thereby, the algorithm of genetic search for the solution of problem (3) consists of the following steps: 1) Create the initial population: assign 1 g  ; generate N random genotypes constituting the initial population 12  as the answer and terminate the genetic search.
In the general case, plenty of methods including tournament selection, roulette wheel method, ranking method, uniform ranking, sigmaclipping, and modifications of these methods can be used as a selection operator. During the crossing-over process, a new individual is created by exchanging subsets of parameters between two parents. The mutation operator changes the genotype of an individual in a predetermined way.
However, when solving integer-constrained problems such as the one considered in this paper, the special set of genetic operators is used to produce the integer-valued genes. Those operators were described in detail in [20] .
The algorithm can be stopped in the following cases: it reaches the limit number of generations, upon reaching the limit number of stall generations (the best fitness value among such consecutive generations does not change), when the change of the average fitness for a number of consecutive generations is less than the established threshold, at the request of the user, in other cases defined by the developer.
To implement the genetic algorithm in solving the problem (3) the ga library from the MATLAB Global Optimization Toolbox was used. The experiment was carried out on a virtual machine running Ubuntu 16.04 LTS, in which the Node.js 10.15.3 runtime was deployed. Creating a virtual machine is carried out using the Vagrant virtual development environment configuration tool. Ubuntu 16.04 LTS, in which the MATLAB R2018a system was installed, was also used as the Host operating system. It should be noted that the use of the virtual machine helps to ensure the reproducibility of the computational experiment, to avoid unrecorded changes in parameters, to reduce the influence of other random factors on the results of the experiment.
When the virtual machine starts, the reading of the functions.json is performed. That file is generated by the genetic search program. The functions.json file is a json representation of the framework configuration under study
which defines a set of alternative Node.js components for the experiment. The experiment consists of two main stages: the initialization of the components and the execution of the experimental algorithm with those components.
V. RESULTS
As a result of the implementation of 11 generations of genetic search, the solution was found for the problem (3), corresponding to the value of the integral criterion of 0.242436. The average value of the integral criterion in the terminal generation was 0.284875. Genetic search took 71 seconds and ended when the specified threshold of convergence of the algorithm was reached (Function tolerance). Experimental measurements for the terminal generation of genetic search are presented in the Table V ... , ... , ( 1) k j k j r r r r k . The 11 r criterion is equal to zero for all the individuals in the terminal generation. The effective choice of components * G s is identified in the Table VII. The graph of genetic search, reflecting the solution process for the problem of minimizing the integral quality criterion  , is shown in the Fig. 3 .
It should be noted that the slight "oscillation" in the genetic search graph was due to the unavoidable measurement noise caused by small variations of the real-time execution of the same process by the machine. However, as the genetic search proceeds, the genotype of the best choice begins to predominate from generation to generation (this can be seen as decreasing average value of Ψ) and the best choice is identified as the number of experiments attributable to the best genotype increases, which eliminates random factors in the assessment of this genotype. 
VI. DISCUSSION
In the process of the development of the digital economy, the majority of data collection and exchange services are implemented using digital platforms and web portals. Those service range from public and municipal services and banking platforms to home control systems for household appliances. An important task of such systems development is to ensure effective interaction of components within the software system. Modern component-oriented development environments and interaction technologies provide a set of development tools, significant in number and approximately the same in functionality. Alternative technologies can bring different values of performance indicators depending on the functional features of the software system. The paper deals with the framework architectural approach to the construction of software systems. A framework is a common form of template software structure that allows the developer to unify the software development process by combining the permanent piece of software (the framework) that does not change from configuration to configuration, and some plug-in components that are compatible with the permanent part. A component is a piece of software that has a specific interface and explicit context dependencies. Thus, the software system is created by selecting the appropriate components for the corresponding framework, while it is possible to use alternative sets of components that have a similar interface to implement similar functionality.
When there is a choice from a variety of components, the task of quality assessment is particularly important for the development and operation of software systems in the given conditions. The results of numerical evaluation of different variants of program interaction can be the basis for the formalization and finding the solution of the problem of choosing an effective set from a variety of alternatives.
In accordance with ISO/IEC 25041:2014, measurement procedure should be able to provide measurement to the quality characteristics of software. It should ensure that the measurements are made with the sufficient accuracy to determine the criteria and make the necessary comparisons. In the developed method, the physical execution time of the invariant algorithm of the experiment are measured with an accuracy of 10-9 seconds, the measurements of the amount of memory occupied are carried out with an accuracy of 1 Byte, the measurement of processor time spent on the execution of the experimental algorithm are carried out with an accuracy of 10 -6 sec.
VII. CONCLUSIONS
A methodology of effective selection of software components based on experimental estimates of the criteria and the genetic algorithm was created. The methodology was experimentally approved in the task of effective selection of Node.js components to implement a specific set of functional features in accordance with the specified quality criteria. The configuration and parameters of the experimental stand as well as the parameters of the genetic algorithm were presented in the paper. The integral quality criterion was formulated, which allows to consider the contribution of a set of 14 experimentally evaluated partial quality criteria to the overall assessment of the effectiveness of the choice of software components. Experimental estimates of the quality criteria for the terminal generation of genetic search were also given in the paper. The effective selection of the software components was identified.
Future work will be aimed at evaluating the relative importance and the mutual influence of the partial quality criteria to reduce the dimension of the criteria space as well as considering some security criteria when choosing the set of software components.
