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vRE´SUME´
La qualite´ d’un logiciel est une notion tre`s importante de nos jours. Un des moyens de
s’assurer de la bonne qualite´ d’un logiciel est de le tester afin d’en de´tecter, et de corriger, le
plus grand nombre de bogues possible.
L’approche propose´e dans ce me´moire de maˆıtrise consiste a` utiliser la programmation
oriente´e aspect (AOP, pour Aspect Oriented Programming) afin de tester des programmes
e´crit en C++. Elle consiste de plus en la cre´ation d’un langage de´die´ (DSL, pour Domain
Specific Language) et d’un logiciel capable de le lire, ACRE (Automatic aspeCt cREator).
Ces deux outils permettent la ge´ne´ration automatique d’aspects e´crits en AspectC++, as-
pects permettant d’effectuer des tests de me´moire, d’invariants ou d’interfe´rence dans des
programmes e´crits en C++.
La programmation oriente´e aspect est un paradigme base´ sur le principe de la se´paration
des pre´occupations, qui veut que chaque module d’un programme s’occupe uniquement d’une
pre´occupation et ne s’implique pas dans les autres. L’AOP a de´ja` e´te´ utilise´e afin de tester
des logiciels, mais uniquement pour des programmes e´crits en Java et pour des programmes
embarque´s e´crits en C++. De plus tre`s peu de solutions ont e´te´ propose´es afin d’automatiser
la cre´ation des aspects et leur utilisation. Lorsque de telles solutions ont e´te´ propose´es, elles
l’e´taient uniquement pour des programmes e´crits en Java. Notre approche permet donc la
ge´ne´ration automatique d’aspects pour des programmes e´crits en C++. Ceci est fait graˆce au
DSL non-intrusif (dans le sens qu’il ne modifie pas le comportement du code source) introduit
sous forme de commentaires dans le code source du programme a` tester. L’e´criture des lignes
de DSL au plus pre`s du code a` tester est par ailleurs la seule modification requise a` effectuer
dans le code source du programme. Les aspects ge´ne´re´s sont e´crits dans des fichiers se´pare´s
et sont ensuite tisse´s au moment de la compilation avec le code source du programme. Notre
approche permet ainsi aux de´veloppeurs de pouvoir tester un programme sans avoir a` en
modifier le comportement.
Une premie`re e´tude de cas pour notre approche est son application afin de tester NO-
MAD, logiciel d’optimisation de fonctions de type boˆıte noire, utilise´ tant en recherche qu’en
industrie. Nous avons donc ge´ne´re´ automatiquement des aspects permettant la de´couverte
de bogues dans NOMAD. Un test de me´moire nous a permis de de´tecter une fuite me´moire
importante, rapporte´e par un releve´ de bogues d’un utilisateur, graˆce a` un aspect ge´ne´re´
automatiquement.
Une deuxie`me e´tude de cas nous a permis de rassurer l’e´quipe de de´veloppement de
NOMAD. Nous avons en effet pu ve´rifier la validite´ d’un point mathe´matique crucial de
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l’algorithme imple´mente´. Ce test d’invariant a e´te´ la` encore effectue´ graˆce a` un aspect ge´ne´re´
automatiquement et sans modifier le comportement du code source de NOMAD.
Une troisie`me e´tude de cas concerne la de´tection de bogues de type interfe´rence dans des
programmes paralle`les. Un bogue de type interfe´rence se produit lorsque qu’au moins deux
fils d’exe´cution d’un programme tentent d’e´crire en meˆme temps dans une meˆme variable.
Ce type de bogue fait partie des bogues affectant les programmes paralle`les les plus difficiles
a` de´tecter et peu de logiciels actuels permettent de les de´couvrir a` coup suˆr. Notre approche
permet l’obtention, graˆce a` des aspects, des temps d’acce`s en lecture et en e´criture d’attributs
du programme, ces temps e´tant ensuite utilise´s par une approche mathe´matique qui aide les
logiciels actuels dans leur de´tection de ce type de bogue.
Il y a cependant des limites a` l’utilisation de notre approche, notamment duˆes a` des
limitations inhe´rentes a` AspectC++, limitations dont nous discutons.
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ABSTRACT
In the modern era, software quality is very important. In order to have high software
quality, we can test it to find and remove the maximum number of bugs.
Our approach uses Aspect-Oriented Programming (AOP) to test software written in C++.
We propose a Domain Specific Language (DSL) and ACRE, an Automatic aspeCt cREator
that can read our DSL. From these two tools we can automatically generate aspects written
in AspectC++ to perform memory, invariant and interference testing for software written in
C++.
Aspect-Oriented Programming is a paradigm based on the concept of separation of con-
cerns. In this concept, each module deals with one and only one concern, and does not deal
with the concerns of other modules. AOP has already been used in testing, but only for soft-
ware written in Java or embedded software written in C++. Few of these approaches allow
an automatic generation of aspects, and to date, it was only to test software written in Java.
Our approach allows automatic aspect generation for software written in C++ thanks to our
non-intrusive DSL (in the sense that it does not change the behavior or the source code).
Our DSL is inserted in the source code of the tested software as comments and this is the
only modification made in the source code. Generated aspects are then written to dedicated
files and woven within the source code at compile time. Our approach allows developers to
test software without having to modify its behavior.
Our first case study is to apply our approach with the intent of testing NOMAD, a black
box optimization software used both in research and industry. Using automatically generated
aspects, we are able to do memory testing in NOMAD and locate an important memory leak
mentioned in a bug report.
Our second case study is to do invariant testing in NOMAD. We are able, still using
a generated aspect, to verify a crucial mathematical point of the implemented algorithm
without modifying the behavior of the source code of NOMAD.
The third case study concerns interference testing in multi-threaded programs. An in-
terference bug occurs when at least two threads try to write to the same shared variable at
the same time. This kind of bug is one of the most difficult to detect and no software is
able to them with 100% accuracy. Our approach is used to get both read and write access
times for the attribute of the tested software using aspects. These times are then used in a
mathematical approach that helps the actual software find interference bug patterns.
However there are some limitations to our approach, due to inherent limitations of As-
pectC++. These limitations are discussed in this thesis.
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1Chapitre 1
INTRODUCTION
Dans une socie´te´ de plus en plus informatise´e, la qualite´ et la fiabilite´ des programmes
informatiques sont deux facteurs de leur qualite´ extreˆmement importants. La maintenance
de ces programmes, qui comprend entre autre la correction des diffe´rents bogues, repre´sente
quant a` elle une part non ne´gligeable du couˆt de de´veloppement d’un logiciel, comme explique´
par Lienz et Swanson (1980). Un moyen efficace de re´duire ces couˆts et de diminuer les risques
de de´faillance des programmes est de les tester et d’en trouver les bogues le plus toˆt possible.
Plus un bogue est trouve´ toˆt lors du de´veloppement d’un logiciel, moins il est cher a` re´parer
(Grady (1999)).
La gestion explicite de la me´moire, duˆe entre autre a` l’utilisation des pointeurs et a` l’ab-
sence de ramasse-miettes, oblige les testeurs de programmes e´crits en C++ a` se pencher sur
des proble`mes qu’on ne rencontre pas lors de tests de programmes e´crits en Java. Des tech-
niques de test ont ainsi e´te´ de´veloppe´es afin de de´tecter les proble`mes engendre´s par les poin-
teurs nuls, par les de´passements de me´moire tampon, mais aussi par les fuites de me´moires
(Heine et Lam (2003), Schildt (2004) et Xu et al. (2008)). La plupart de ces techniques ont
cependant l’inconve´nient d’introduire des changements dans le code source du programme
a` tester. Cet inconve´nient est aussi valable pour les tests d’invariant et d’interfe´rence (Zeng
et al. (2009), Musuvathi et al. (2007))
Cet inconve´nient peut ne´anmoins eˆtre contourne´ par l’utilisation de paradigmes tels que
la programmation oriente´e aspect (appele´e par la suite AOP, pour Aspect Oriented Program-
ming). Ce re´cent paradigme est base´ sur le concept de se´paration des pre´occupations, qui
veut que chaque module d’un programme, alors repre´sente´ sous forme d’aspects, n’ait qu’une
seule pre´occupation, et n’interfe`re pas avec les pre´occupations des autres modules du pro-
gramme. Les aspects sont ensuite tisse´s (inte´gre´s) dans le code source du programme, e´crit
en oriente´ objet, lors de la compilation ou directement a` l’exe´cution. Les cre´ateurs de l’AOP,
Kiczales et al. (1997), reconnaissent que celle-ci peut eˆtre utilise´e pour tester des logiciels.
Des recherches ont ainsi e´te´ mene´es sur ce sujet. Elles ne concernent cependant pour l’instant
que les programmes e´crits en Java et des programmes embarque´s e´crits en C++, et tre`s peu
proposent une ge´ne´ration automatique des aspects.
Nous continuons les recherches effectue´es pre´ce´demment en proposant une approche per-
mettant la ge´ne´ration automatique d’aspects afin de tester des programmes e´crits en C++.
Les aspects ainsi ge´ne´re´s permettent de re´aliser des tests de me´moire, qui permettent la
2de´tection de fuites me´moire ou de proble`mes d’acce`s a` la me´moire, des tests d’invariants,
qui permettent de s’assurer que les variables teste´es ont la bonne valeur au bon moment, et
enfin des tests d’interfe´rence, qui permettent de ve´rifier qu’aucune action n’interfe`re avec une
autre. Cette approche a e´te´ soumise a` la 19e confe´rence sur la re´tro-inge´nierie (Duclos et al.
(2012), WCRE 1).
Afin de ge´ne´rer automatiquement les aspects, nous proposons un langage de´die´ (appele´
par la suite DSL, pour Domain Specific Language), se pre´sentant sous forme de commentaires
a` introduire dans le code source et permettant la description des aspects directement dans
le code source du programme a` tester. Nous introduisons aussi un programme, ACRE, pour
Automatic aspeCt cREator, capable de lire ce langage et d’en ge´ne´rer automatiquement les
aspects correspondants. Les aspects ainsi ge´ne´re´s permettent aux programmeurs de tester
leurs programmes sans modifier le comportement de leur code source, les aspects e´tant tisse´s
dans le programme lors de la compilation de ce dernier. De plus, malgre´ la pre´sence des lignes
de DSL dans le code source du programme, ce dernier est toujours compilable comme avant.
Dans ce me´moire sont propose´es les trois hypothe`ses suivantes :
– Hypothe`se 1 : L’AOP peut eˆtre utilise´e efficacement pour tester des programmes C++.
– Hypothe`se 2 : Des aspects peuvent eˆtre ge´ne´re´s automatiquement depuis le code source
de programmes C++.
– Hypothe`se 3 : Les aspects ainsi ge´ne´re´s peuvent eˆtre utilise´s pour aider a` la re´alisation
de tests d’interfe´rence.
Afin de valider ces hypothe`ses, nous verrons dans ce me´moire trois e´tudes de cas sur
lesquels nous avons applique´ notre approche. Tout d’abord l’utilisation d’aspects automa-
tiquement ge´ne´re´s pour des tests de me´moire menant a` la de´tection d’une fuite me´moire
dans un programme re´el, utilise´ aussi bien en recherche qu’en industrie, NOMAD. Un test
d’invariants, permettant la ve´rification de la validite´ d’un point mathe´matique crucial de
l’algorithme de NOMAD constitue notre deuxie`me cas d’e´tude. Le troisie`me cas d’e´tude est
quant a` lui la de´tection de bogues de type interfe´rence. Ces bogues surviennent dans des pro-
grammes paralle`les lorsqu’au moins deux fils d’exe´cution tentent d’e´crire en meˆme temps dans
une meˆme variable. L’utilisation d’aspects permet l’obtention des temps d’acce`s en e´criture
et en lecture de variables. Ces temps sont ensuite utilise´s dans une me´thode, de´veloppe´e
lors de ma maˆıtrise (Bhattacharya et al. (2012)), et qui permet la localisation de la position
optimale pour injecter un de´lai dans le flux d’exe´cution du programme, ainsi que la dure´e
optimale de ce de´lai, permettant la maximisation des possibilite´s d’obtention de bogues de
type interfe´rence.
Ce me´moire est organise´ selon le plan suivant : le chapitre 2 pre´sente une revue de
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3litte´rature traitant tout d’abord de l’utilisation de la programmation oriente´e aspect dans le
domaine du test de logiciel au sens large, en section 2.1, puis pour tester plus spe´cifiquement
des programmes e´crits en Java, en section 2.2, et des programmes embarque´s e´crits en C++,
en section 2.3. La section 2.4 traite quant a` elle des proble`mes engendre´s par l’utilisation de
l’AOP. Une synthe`se des travaux concernant les tests d’invariant et d’interfe´rence, en sec-
tions 2.5 et 2.6, conclut la revue de litte´rature. Le chapitre 3 met en avant diffe´rentes notions
ne´cessaires pour la compre´hension de l’approche. Tout d’abord la section 3.1 introduit la
programmation oriente´e aspect. La section 3.2 traite des proble`mes lie´s a` la gestion de la
me´moire en C++, tandis que la section 3.3 explique ce que sont les tests d’invariants. La
section 3.4 termine le chapitre en introduisant les tests d’interfe´rence. Le chapite 4, via les
sections 4.1 et 4.2, de´crit la solution propose´e, en pre´sentant respectivement le DSL cre´e´
et le logiciel, ACRE, permettant de le lire et de ge´ne´rer automatiquement les aspects qui
y sont de´crits. Le chapitre 5 pre´sente tout d’abord en section 5.1 les hypothe`ses que nous
avons formule´es. La section 5.2 parle de NOMAD, le logiciel auquel nous avons applique´ notre
approche. Les re´sultats obtenus sont expose´s dans les sections 5.3, 5.4 et 5.5, ve´rifiant cha-
cune une hypothe`se. La section 5.6 discute ces re´sultats. Finalement le chapitre 6 conclut
le me´moire, le synthe´tisant tout d’abord en section 6.1, avant de parler des limitations de
l’approche propose´e en section 6.2 et des ame´liorations futures a` apporter en section 6.3.
4Chapitre 2
REVUE DE LITTE´RATURE
Ce chapitre re´sume les principaux travaux concernant l’utilisation de la programmation
oriente´e aspect pour le test logiciel. La section 2.1 se concentre tout d’abord sur un cadre
ge´ne´ral, synthe´tisant les avantages et les inconve´nients de l’utilisation d’aspects pour le test.
Les sections 2.2 et 2.3 traitent ensuite plus particulie`rement des deux directions les plus ex-
plore´es dans la litte´rature : le test de programmes e´crits en Java et le test de programmes
embarque´s e´crits en C++. Le tableau 2.1 synthe´tise et compare ces diffe´rents travaux, inclu-
ant notre approche. La section 2.4 soule`ve les proble`mes que peut apporter l’utilisation de
l’AOP. Finalement les sections 2.5 et 2.6 exposent les techniques existant actuellement pour
effectuer des tests d’invariant et de´tecter des bogues de type interfe´rences.
2.1 UTILISATION DE L’AOP EN TEST
Lorsque la programmation oriente´e aspect est utilise´e pour tester des logiciels, elle l’est
entre autres dans le cas de tests unitaires et de tests d’inte´gration. On appelle test uni-
taire les techniques permettant de s’assurer du bon fonctionnement de parties pre´cises d’un
programme, telles les me´thodes ou les classes. Ainsi, dans le cas d’une me´thode, un test
unitaire permet de ve´rifier que, pour une entre´e donne´e, la me´thode fournit la sortie de´sire´e.
Les e´le´ments de remplacement, ou stubs, sont utilise´s pour simuler les composant dont la
me´thode teste´e de´pend et qui ne sont soit pas encore de´veloppe´s, soit trop lourds pour eˆtre
utilise´s en test. Les pilotes, ou drivers, ont le meˆme roˆle que les e´le´ments de remplacement,
mais pour des e´le´ments de´pendant de la me´thode teste´e. Les tests d’inte´gration font suite aux
tests unitaires. Une fois que toutes les parties du module ont e´te´ teste´es inde´pendamment,
elles sont inte´gre´es et teste´es ensemble, pour s’assurer du bon fonctionnement du module en
lui-meˆme.
Li et Xie (2009) ont utilise´ l’AOP pour des tests unitaires et d’inte´gration et ont conclu
que les aspects permettent de faire de bons stubs et drivers. Ces conclusions viennent en partie
du fait que l’utilisation d’aspects permet de ne pas modifier le code source du programme a`
tester. Cet avantage a aussi e´te´ discute´ par Metsa¨ et al. (2008), qui ont compare´ l’utilisation
d’aspects dans le test de logiciels et l’utilisation de techniques plus classiques, telles les macros
ou les interfaces de test. Ils ont cependant conclu que, malgre´ l’avantage procure´ par l’absence
de modifications, l’AOP ne devrait pas eˆtre utilise´e seule pour les tests unitaires et les tests
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logiciels permettant une meilleure utilisation de l’AOP, en proposant par exemple des aspects
ge´ne´riques ou pre´-conc¸us. Ce point avait par ailleurs de´ja` e´te´ mentionne´ par Metsa¨ et al.
(2007), qui pointaient les deux principaux freins a` l’utilisation de l’AOP dans le domaine du
test : le manque d’outils ou d’interfaces permettant une utilisation simple des aspects (ce
a` quoi notre approche re´pond) et le tissage des aspects qui est une e´tape supple´mentaire
dans le processus de construction du programme. A` ces deux points, Farhat et al. (2010) ont
rajoute´ le fait que l’AOP est une technologie plutoˆt re´cente que peu de testeurs connaissent,
ce qui n’incite pas a` son utilisation.
Nous pensons que notre approche permet de contourner ces de´savantages. ACRE rend
possible l’utilisation d’aspects sans avoir besoin de connaissances en programmation oriente´e
aspect, et fournit une interface, graˆce au DSL que nous avons de´veloppe´, qui permet de
ge´ne´rer automatiquement les aspects.
2.2 UTILISATION DE L’AOP POUR TESTER DES PROGRAMMES E´CRITS EN
JAVA
L’utilisation de la programmation oriente´e aspect dans le domaine du test s’est essen-
tiellement faite pour les logiciels e´crits en Java, souvent couple´e avec l’utilisation de JUnit 1,
une bibliothe`que de tests unitaire pour le langage Java. Xu et al. (2004) ont cre´e´ un langage
de description de tests oriente´s aspect et un cadre d’applications (framework), JAOUT, ca-
pable de le lire. Leur approche permet la ge´ne´ration d’aspects spe´cifiques au programme a`
tester. Ces aspects sont ensuite utilise´s avec JUnit afin de tester les diffe´rentes parties du
programme. Le principal avantage de JAOUT est qu’il est automatique, les aspects et les
tests correspondants e´tant cre´e´s par leur logiciel, ce qui n’est pas le cas des autres approches.
Knauber et Schneider (2004) ont utilise´ AspectJ (programmation oriente´e aspect pour
Java) et JUnit afin de tester diffe´rentes pre´occupations transverses, telles la se´curite´, la
gestion transactionnelle ou la gestion d’erreurs dans une ligne de production de logiciels. Ils
ont retenu comme principal point positif la modularite´ des aspects, qui permet une meilleure
re´utilisation des modules de tests.
d’Amorim et Havelund (2005) ont propose´ une approche utilisant entre autre l’AOP afin
de ve´rifier le bon comportement de programmes Java lors de leur exe´cution. Les aspects sont
utilise´s pour capter les valeurs de certaines variables au fur et a` mesure de l’exe´cution du
programme. Ces valeurs sont ensuite utilise´es dans des tests d’invariants afin de savoir si le
programme s’exe´cute correctement ou non et en avertir l’utilisateur le cas e´che´ant.
1. http://www.junit.org/
6Cependant tous ces travaux concernent uniquement les programmes e´crits en Java. Notre
approche permet quant a` elle d’appliquer ces techniques aux programmes e´crits en C++.
2.3 UTILISATIONDE L’AOP POUR TESTERDES PROGRAMMES EMBARQUE´S
E´CRITS EN C++
Pesonen et al. (2005), Pesonen (2006) et Metsa¨ et al. (2007) ont utilise´ la programmation
oriente´e aspect pour tester des programmes embarque´s, e´crits en C++ et tournant sous
Symbian OS. Leur choix d’utiliser l’AOP plutoˆt qu’une approche plus standard vient des
contraintes lie´es a` l’embarque´, telles les ressources limite´es. Tout comme Li et Xie (2009), ils
se sont tout d’abord concentre´s sur les tests unitaires et les tests d’inte´gration, utilisant les
aspects comme stubs et drivers.
Pesonen et al. (2005) ont teste´ des parties de leurs programmes spe´cifiques a` l’embarque´.
Ils ont ainsi utilise´ l’AOP pour ve´rifier que les parties de leur programme lie´es au mate´riel
fonctionnaient toujours de manie`re optimale meˆme si certains pe´riphe´riques n’e´taient pas
active´s ou pas connecte´s. Leurs re´sultats sont cependant mitige´s : des ame´liorations ont e´te´
montre´es par rapport a` des techniques plus standard, mais AspectC++, langage permettant
l’utilisation de l’AOP pour le langage C++, ne leur permettait pas de faire tout ce qu’ils
souhaitaient. Ils ne pouvaient ainsi pas de´finir des points de jonction pour toutes les parties du
programmes qu’ils voulaient tester. Metsa¨ et al. (2007) ont re´ussi a` ame´liorer les performances
de cinq types de tests fonctionnels : les tests de me´moire, de performance, de robustesse, de
fiabilite´ et de couverture. Ils ont aussi conclu que l’utilisation d’aspects pour les tests leur
a permis d’ame´liorer la couverture totale de leur programme, c’est-a`-dire d’augmenter la
quantite´ de lignes de code teste´es par rapport a` l’utilisation de techniques standard.
Le tableau 2.1 synthe´tise les diffe´rents travaux expose´s lors de cette revue de litte´rature.
Pour chacun d’entre eux, il re´sume le langage dans lequel sont e´crits les logiciels teste´s,
comment s’effectue la ge´ne´ration des aspects (manuellement ou automatiquement), et le type
de test effectue´ par les aspects. Nous pouvons ainsi remarquer que notre approche propose
une ge´ne´ration automatique d’aspects permettant tout type de test pour des programmes
e´crits en C++, ce qui n’a pas e´te´ propose´ jusqu’a` pre´sent.
7Tableau 2.1 : Comparaison des diffe´rents travaux existants.
Auteurs Langage Ge´ne´ration Types de tests
Java C++ C++ auto. manuelle unit. et tout type
embarque´ d’int.
Xu et al. (2004) X X X
Knauber et al. (2004) X X X
Li et Xie (2009) X X X
d’Amorim et al. (2005) X X X
Pesonen et al. (2005) X X X
Pesonen (2006) X X X
Metsa¨ et al. (2007) X X X
Metsa¨ et al. (2008) X X X
ce travail X X X
2.4 PROBLE`MES LIE´S A` L’UTILISATION DE L’AOP
L’utilisation de l’AOP, et pas uniquement pour les tests, peut cependant ge´ne´rer quelques
proble`mes. Sto¨rzer et al. (2006) se sont penche´s sur les proble`mes qui surviennent lorsque
plusieurs aspects sont utilise´s dans un meˆme programme et concernent la meˆme me´thode.
Ils ont ainsi remarque´ que lorsqu’aucun ordre n’est de´fini pour l’exe´cution des aspects, les
programmes peuvent alors fournir des sorties incorrectes. Bradley (2003), qui a e´tudie´ l’util-
isation de l’AOP en industrie, a entre autres de´duit qu’en plus de tester le logiciel, il faut
tester les aspects qu’on utilise, et que ceux-ci affectent la compre´hensibilite´ du code, sa testa-
bilite´, mais aussi, dans certains cas, son exactitude. Cependant, ses travaux ont e´te´ effectue´s
en 2003, et l’AOP n’offrait alors pas les possibilite´s actuelles pour les points de jonctions
et les me´thodes d’aspects. Ils pensent ainsi que dans le futur l’utilisation de l’AOP pourrait
augmenter la qualite´ globale des logiciels.
Par la suite, Zhou et al. (2004) ont propose´ des solutions pour tester les aspects, en plus
du programme en lui meˆme, et Xie et Zhao (2006) on cre´e´ un cadre d’application permettant
de ge´ne´rer automatiquement les tests pour tester les aspects e´crits en AspectJ.
2.5 TEST D’INVARIANT
Les tests d’invariant permettent de ve´rifier qu’une proprie´te´ d’un programme est tou-
jours vraie. Ils permettent entre autre de de´terminer la pre´sence ou non de de´passements de
me´moire (buffer overflow, Zeng et al. (2009)). Les invariants peuvent aussi eˆtre utilise´s pour
l’analyse d’un programme, comme explique´ par Nielson et al. (1999). Il existe diffe´rentes
me´thodes pour re´aliser des tests d’invariant : statiques, en utilisant des patrons de concep-
8tion (Gibbs et al. (2002)), ou dynamique, en re´cupe´rant les valeurs de certaines variables
durant l’exe´cution du programme. Daikon (Ernst et al. (2006)) analyse ainsi ces variables,
les comparant a` des valeurs de re´fe´rences et indique ainsi si le programme s’exe´cute nor-
malement ou non. Toutes ces approches ne´cessitent cependant de modifier le code source
du programme pour pouvoir effectuer les tests d’invariant. Nous verrons que notre approche
permet de contourner cette limitation.
2.6 TESTS D’INTERFE´RENCE
Les bogues de type interfe´rence, qui se produisent lorsqu’au moins deux fils d’e´xe´cution
tentent d’e´crire en meˆme temps dans une meˆme variable (voir la section 3.4 pour plus de
de´tails), font partie des bogues les plus difficiles a` de´tecter (Software Quality Research Group
(2012)). De nombreux logiciels, tels ConTest (Edelstein et al. (2003)), RaceFinder (Ben-
Asher et al. (2003)), CalFuzzer (Joshi et al. (2009)) ou CTrigger (Park et al. (2009)) ont
e´te´ de´veloppe´s afin de de´tecter ce genre de bogues. Les diffe´rentes approches utilise´es, telles
l’e´nume´ration d’ordre d’e´xe´cution des fils, l’e´nume´ration des e´tats des fils ou encore des
heuristiques, ne permettent cependant pas de de´couvrir a` coup suˆr tous les bogues de types
interfe´rence pre´sents dans un logiciel. A` ce jour le logiciel le plus performant pour la de´tection
de bogues de type interfe´rence est CHESS, de´veloppe´ par Musuvathi et al. (2007). Il contourne
la plupart des limitations des pre´ce´dentes approches et permet de tester des logiciels de grande
taille. Cependant il n’assure pas non plus la de´tection de tous les bogues existants.
Nous avons de´veloppe´ une approche permettant l’ame´lioration des capacite´s des logiciels
pre´sente´s pre´ce´demment (Bhattacharya et al. (2012)). Cette approche permet de de´couvrir
l’emplacement optimal pour inse´rer un de´lai dans un programme paralle`le, ainsi que la dure´e
optimale de ce de´lai, afin de ge´ne´rer des bogues de type interfe´rence survenant lorsque deux
fils d’exe´cution tentent d’e´crire en meˆme temps dans une meˆme variable.
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CONTEXTE
Ce chapitre pre´sente les notions ne´cessaires a` la compre´hension de l’approche. Tout
d’abord la section 3.1 introduit la programmation oriente´e aspect. La section 5.2 se concentre
sur NOMAD, le logiciel sur lequel les re´sultats ont e´te´ obtenus, alors que la section 3.2 traite
des proble`mes spe´cifiques lie´s a` la gestion de la me´moire dans le langage C++. Finalement
la section 3.4 explique ce que sont les bogues de type interfe´rence.
3.1 PROGRAMMATION ORIENTE´E ASPECT
La programmation oriente´e aspect est une technique de programmation base´e sur le
principe de se´paration des pre´occupations (separation of concerns) et invente´e par Kicza-
les et al. (1997). L’ide´e derrie`re le principe de se´paration est que chaque module d’un meˆme
programme doit avoir sa propre pre´occupation, telle la se´curite´ ou l’ouverture de sessions, et
ne doit pas s’occuper des pre´occupations des autres modules. Le but e´tant d’augmenter la
modularite´ des programmes. La programmation oriente´e aspect, pour les programmes Java
et C++, ne peut eˆtre utilise´e seule. Une fois cre´e´s, les aspects doivent eˆtre tisse´s avec le code
source (objet ou proce´dural) d’un programme pour pouvoir eˆtre utilise´s.
L’exemple le plus souvent utilise´ pour vanter les me´rites de l’AOP est le trac¸age. Lorsqu’un
de´veloppeur utilisant la programmation oriente´e objet veut que son programme affiche a`
chaque utilisation d’une me´thode “On entre dans la me´thode x”, il doit modifier manuelle-
ment le corps de toutes ses me´thodes afin de rajouter l’instruction d’e´criture. En utilisant la
programmation oriente´e aspect, il suffit au de´veloppeur d’e´crire un aspect tel que celui dont
le code est pre´sente´ dans l’extrait de code 3.1 et de tisser cet aspect dans son programme.
Aucune modification n’est requise dans le code source du programme originel et le re´sultat
final est le meˆme : a` l’exe´cution du programme, de`s qu’une me´thode est appele´e, la phrase
“On entre dans la me´thode x”, ou` x est la signature de la me´thode, est affiche´e.
Les principaux langages de programmation oriente´e aspect sont AspectJ 1 pour Java et
AspectC++ 2 pour C++. Notre approche utilisant AspectC++, c’est ce langage qui est
de´taille´ par la suite.
Les principaux concepts d’AspectC++ sont, selon son mode`le d’exe´cution, les aspect,
1. http://www.eclipse.org/aspectj/
2. http://www.aspectc.org/
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Extrait de code 3.1 : Exemple d’aspect permettant le trac¸age.
#ifndef TRACE ASPECT AH
#define TRACE ASPECT AH
#include <s t d i o . h>
#include <s t d l i b . h>
aspect t raceAspect {
public :
pointcut logMethods ( ) = c a l l ( ”% % : :% ( . . . ) ” ) ;
advice logMethods ( ) : before ( ) {
p r i n t f ( ”On ent r e dans l a methode : %s \n” , JoinPoint : : signature ( ) ) ;
}
} ;
#endif
me´thode d’aspect (ou advice), coupe transverse (ou pointcut) et point de jonction (ou join
point). En AspectC++ (Spinczyk et al. (2005)), comme dans tous les langages oriente´s aspect,
un aspect est l’e´quivalent d’une classe en programmation oriente´e objet. Cependant, en plus
de contenir des de´clarations d’attributs et de me´thodes, il peut contenir des de´clarations
de coupes transverses et de me´thodes d’aspect. Une coupe transverse, de´finie par le mot
cle´ pointcut, est un ensemble de points de jonction correspondant a` une meˆme expression
et e´ventuellement regroupe´s sous un meˆme nom. L’expression permettant de rassembler les
points de jonction est une chaˆıne de caracte`res contenant soit un nom (dans le cas de classes
par exemple), soit une signature (dans le cas de me´thodes par exemple), soit un patron de
recherche, si on veut pouvoir regrouper plusieurs entite´s. Dans le cas illustre´ par l’extrait de
code 3.1, l’expression est call(“% % : :%(...)”) qui signifie appel a` n’importe quelle me´thode de
n’importe quelle classe (% : :%), prenant n’importe quels parame`tres (...) et ayant n’importe
quel type de retour. La coupe transverse est quant a` elle appele´e logMethods.
Un point de jonction correspond a` un point du code source ou` un aspect peut eˆtre tisse´.
En AspectC++, les points de jonction possibles sont les appels et exe´cutions de me´thodes,
la lecture ou l’e´criture d’un attribut, une classe, une union ou une structure ou l’acce`s,
l’instanciation ou la destruction d’un objet. Dans l’exemple 3.1 le point de jonction est
l’appel a` n’importe quelle me´thode.
Finalement, une me´thode d’aspect, de´finie par le mot cle´ advice, de´crit ce que doit faire
l’aspect et a` quel moment. Ainsi dans l’exemple illustre´ par l’extrait de code 3.1, la me´thode
e´crit une phrase avant chaque instance de la coupe transverse logMethods, soit avant chaque
appel a` n’importe quelle me´thode. En AspectC++, une me´thode d’aspect peut eˆtre appele´e
avant (mot cle´ before), apre`s (mot cle´ after) ou a` la place (mot cle´ around) du point de
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jonction auquel elle est lie´e. Le de´veloppeur a de plus la possibilite´ de de´finir dans quel ordre
les aspects doivent eˆtre utilise´s, dans le cas de l’utilisation de plusieurs aspects dans un meˆme
programme.
En AspectC++, les aspects sont e´crits dans des fichiers .ah, ayant une structure similaire
a` celle des fichiers d’en-teˆte du C++. Afin de pouvoir eˆtre utilise´s, les aspects doivent eˆtre
tisse´s avec le code source. Pour cela, il existe un tisseur, ag++, qui doit eˆtre utilise´ a` la place
du compilateur (g++ par exemple). Les aspects sont ainsi tisse´s automatiquement a` la com-
pilation, ne polluant pas les fichiers C++ du programme. Le choix du tissage a` la compilation
plutoˆt qu’a` l’exe´cution vient du fait qu’AspectC++ a e´te´ conc¸u initialement pour des petits
programmes embarque´s, qui ne doivent pas eˆtre surcharge´s au moment de l’exe´cution, comme
pre´cise´ par Spinczyk et al. (2002). Cependant, malgre´ le fait que le tissage se fasse a` la compila-
tion, les aspects peuvent quand meˆme avoir acce`s a` des informations disponibles uniquement
lors de l’exe´cution du programme, graˆce a` une API : la classe JoinPoint. Ainsi, l’aspect
pre´sente´ dans l’extrait de code 3.1 utilise la me´thode signature() de la classe JoinPoint afin
d’avoir acce`s a` la signature de la me´thode dans laquelle la me´thode d’aspect est utilise´e.
3.2 GESTION DE LA ME´MOIRE EN C++
La gestion de la me´moire en C++ est de´licate. En effet, contrairement a´ Java, il n’y a pas
de ramasse miettes en C++. Ajouter a` cela l’utilisation explicite des pointeurs et il devient
probable d’avoir des fuites de me´moire, comme l’explique Boehm (2012). Les de´veloppeurs
doivent donc eˆtre attentifs a` leur gestion de la me´moire.
Le programme jouet, dont le code source est montre´ dans l’extrait 3.2, illustre bien ce
proble`me. Dans la fonction main, nous instancions un objet de la classe A et deux objets
de la classe B. Cependant, au moment de la de´s-allocation, seul un objet de chaque classe
est de´truit, et un objet de la classe B (appele´ c) reste en me´moire a` la fin du programme.
Ceci est une fuite de me´moire e´vidente, car il n’y a pas de ramasse miettes pour de´truire
automatiquement l’objet c. Ce programme jouet sera re´utilise´ par la suite pour re´aliser des
tests de me´moire.
Parmi d’autres, Sioud (2006) a propose´ un ramasse miettes pour le C++. Cependant sa
solution est de´veloppe´e en utilisant l’AOP. Elle imple´mente un simple algorithme de comptage
de re´fe´rences, comme de´crit par Daper (2012). Le principe est le suivant : a` chaque fois que
la me´thode new est appele´e, un aspect incre´mente un compteur. A` l’inverse, a` chaque appel
a` la me´thode delete, un aspect de´cre´mente le meˆme compteur. A` la fin de l’exe´cution du
programme, un aspect inscrit alors la valeur du compteur : si celle-ci est a` 0 alors tout va
bien, sinon il y a une fuite de me´moire. Ainsi, dans le cas du programme jouet pre´sente´
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Extrait de code 3.2 : Code source du programme jouet.
#inc lude <s t d i o . h>
#inc lude <s t d l i b . h>
#inc lude ”A. hpp”
#inc lude ”B. hpp”
int main (void ) {
A∗ a = new A( ) ;
B∗ b = new B( ) ;
B∗ c = new B( ) ;
a−>foo ( ) ;
a−>moo ( ) ;
c−>zoo ( ) ;
delete ( a ) ;
b−>roo ( ) ;
b−>koo ( ) ;
delete (b ) ;
c−>joo ( ) ;
return 0 ;
}
dans l’extrait de code 3.2, le compteur vaudrait 1 a` la fin du programme, indiquant la fuite.
Cependant une limitation a` la solution propose´e par Sioud est qu’elle se concentre uniquement
sur les me´thodes new et delete, alors que des objets peuvent eˆtre cre´e´s ou de´truits sans utiliser
ces fonctions (en utilisant par exemple les fonctions free ou directement les constructeurs),
pouvant ainsi faire apparaˆıtre des fuites me´moire non de´tectables par cette approche. Nous
verrons par la suite que notre approche permet d’effectuer des tests de me´moire passant outre
cette limitation.
3.3 TESTS D’INVARIANT
Les tests d’invariant sont un type de test permettant de s’assurer qu’une proprie´te´ d’une
me´thode, d’une classe ou d’un algorithme est toujours vraie. Ils peuvent eˆtre effectue´s par
l’utilisation d’assertions (pre´dicats indiquant une condition a` ve´rifier, supporte´s notamment
par Java et C++) ou par l’utilisation de me´thodes de´die´es.
Dans le cas par exemple d’une me´thode s’occupant du tri d’un tableau d’entiers, l’invariant
peut eˆtre le fait qu’a` chaque ite´ration de la boucle, les valeurs e´change´es l’ont e´te´ comme il
faut (la plus petite se retrouvant avant (ou apre`s) la plus grande). Un test peut ainsi eˆtre
effectue´ a` chaque ite´ration de la boucle pour ve´rifier cet invariant.
Les invariants de classe concernent quant a` eux les attributs des classes. Un test pour-
rait ainsi permettre de s’assurer que les attributs ne sont jamais nuls, ou qu’un attribut
repre´sentant une taille soit toujours positif. Ainsi, a` chaque fois que l’attribut est modifie´,
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un appel est effectue´ au test d’invariants qui ve´rifie que la proprie´te´, la taille est toujours
positive, est bien ve´rifie´e.
3.4 BOGUES DE TYPE INTERFE´RENCE
Comme mentionne´ en section 2.6, les bogues de type interfe´rence sont parmi les plus
difficiles a` de´tecter. Un tel bogue se produit lorsqu’au moins deux fils d’exe´cution d’un meˆme
programme tentent d’e´crire en meˆme temps dans la meˆme variable. Ce genre d’e´ve´nement,
qui peut eˆtre e´vite´ graˆce a` l’utilisation de barrie`res ou de se´maphores, peut se produire
lors de l’injection dans le flux d’exe´cution du programme d’un de´lai. En effet, il est courant
que les de´veloppeurs, pensant pouvoir controˆler leur programme, injectent manuellement des
de´lais dans certains fils d’exe´cution. Les figures 3.1 et 3.2 illustrent parfaitement ce proble`me,
repre´sentant le flux d’exe´cution d’un programme.
Dans ce programme, un fil maˆıtre cre´e trois fils esclaves et partage une variable avec
eux. Chaque fil, qu’il soit maˆıtre ou esclave, peut ainsi lire et e´crire dans la variable. Le
comportement normal du programme, pre´sente´ figure 3.1, est le suivant : chaque fil acce`de
a` la variable partage´e se´quentiellement, re´cupe´rant ainsi la dernie`re version de la variable
avant de l’utiliser et de re´e´crire une nouvelle valeur dans la variable. La figure 3.2 repre´sente
quant a` elle un comportement anormal du programme. Un de´lai a e´te´ injecte´ dans le premier
fil d’exe´cution, juste avant que celui-ci n’e´crive la nouvelle valeur dans la variable. L’e´criture
dans la variable par le premier fil intervient alors au meˆme moment que l’e´criture effectue´e
par le deuxie`me fil, et nous ne savons pas quel fil e´crit dans la variable en premier : nous
avons affaire a` un bogue de type interfe´rence. Le deuxie`me fil a lu une variable errone´e (elle
aurait duˆe eˆtre modifie´e par le premier fil mais ne l’a pas e´te´), et le troisie`me fil d’exe´cution,
qui s’attend a` lire le re´sultat du deuxie`me fil, lira lui aussi une variable errone´e (soit car elle
correspondra au re´sultat du premier fil, soit car elle correspondra au re´sultat du deuxie`me
fil avec une entre´e errone´e). Nous verrons dans la section 5.5 que notre approche permet de
fournir les donne´es d’entre´e ne´cessaires a` une me´thode permettant la de´couverte de ce type
de bogue.
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Figure 3.1 : Exemple de comportement normal.
Figure 3.2 : Exemple de comportement anormal.
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Chapitre 4
APPROCHE
Ce chapitre pre´sente les de´tails de notre approche. La section 4.1 de´crit le DSL que nous
proposons, chaque sous section e´tant consacre´e plus pre´cisement a` un type d’aspect que le
DSL permet de construire. La section 4.2 introduit quant a` elle ACRE, le logiciel de´veloppe´
afin de lire le DSL et de ge´ne´rer automatiquement les aspects a` partir de celui-ci.
4.1 DSL
Afin de pouvoir cre´er automatiquement les aspects utilise´s pour tester les logiciels, nous
devons pouvoir trouver les informations ne´cessaires a` leur cre´ation dans le code du pro-
gramme. En Java les programmeurs peuvent utiliser les annotations pour cela. Cependant,
ces dernie`res n’existant pas en C++, nous avons de´veloppe´ un DSL (langage de´die´) permet-
tant aux testeurs de de´crire les tests dont ils ont besoin. Comme nous voulions pouvoir inse´rer
ce DSL dans le code source du programme sans pour autant rendre ce dernier non compilable,
nous avons fait en sorte que notre DSL ne modifie pas le comportement du programme. Le
choix d’introduire la description des aspects dans le code source du programme est fait pour
faciliter le travail des testeurs : ils peuvent ainsi e´crire les tests qu’ils veulent effectuer comme
s’ils e´crivaient des commentaires et ce lors de l’e´criture du code source.
Notre DSL devait re´pondre aux requis suivant : il nous fallait tout d’abord pouvoir iden-
tifier facilement les lignes de codes DSL au milieu des lignes de code C++. Nous avions
aussi besoin de connaˆıtre le type d’aspect a` cre´er, ainsi que la classe ou me´thode, suivant le
type, a` laquelle l’aspect se rattachait, et si celui-ci devait s’exe´cuter avant ou apre`s la dite
me´thode. Finalement, pour les tests d’invariant, notre DSL devait nous permettre de savoir
quel invariant tester, et comment l’obtenir. Pour re´pondre a` toutes ces exigences, notre DSL
posse`de les caracte´ristiques de´crites dans les sections suivantes.
Pour que les lignes de code du DSL soient identifiables, autant par leur re´dacteur que
par ACRE, nous avons de´cide´ qu’elles devaient commencer par la se´quence ////. Ce symbole
satisfait aussi la contrainte de garder le code compilable, vu qu’il n’est pas utilise´ en C++.
Une re`gle que nous avons de´finie est que toutes les lignes servant a` de´finir un meˆme aspect
doivent eˆtre conse´cutives et au moins une ligne de code non DSL doit se´parer deux de´finitions
d’aspects. Les de´finitions ont ensuite deux lignes communes avant d’eˆtre diffe´rencie´es suivant
le type d’aspect voulu. Ainsi, pour chaque aspect, la premie`re ligne contient le nom de l’aspect
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a` cre´er, de´fini par la ligne :
//// name : AspectName
La deuxie`me ligne contient le type d’aspect a` construire, via la ligne :
//// type : AspectType
Les sous-sections suivantes pre´sentent plus en de´tail les quatre types d’aspect actuellement
supporte´s par notre approche, et nomme´s respectivement counter, logging, timing et checking.
Le tableau 4.1 synthe´tise la syntaxe du DSL.
4.1.1 COUNTER
Un aspect de type counter fait trois choses. Tout d’abord, il ajoute un attribut statique a` la
classe indique´e dans sa description. Il e´quipe ensuite les constructeurs et destructeurs de cette
classe pour qu’ils incre´mentent et de´cre´mentent respectivement l’attribut ajoute´. Finalement,
a` la fin de l’exe´cution du programme, l’aspect affiche la valeur de l’attribut, indiquant, si celle-
ci est supe´rieure a` ze´ro, que le programme a e´ventuellement une fuite me´moire duˆe a` cette
classe. La principale diffe´rence entre un aspect de type counter et l’approche propose´e par
Sioud est le fait que les aspects de type counter modifient les constructeurs et les destructeurs
de la classe, et ne se concentrent donc pas uniquement sur les me´thodes new et delete.
Pour construire ce type d’aspect, en plus des deux lignes obligatoires, deux autres lignes
optionnelles peuvent eˆtre indique´es. La premie`re, sous la forme
//// className : ClassName
sert a` indiquer le nom de la classe dans laquelle l’attribut doit eˆtre ajoute´. Si jamais cette
ligne n’est pas pre´sente, ACRE utilisera le nom du fichier dans lequel la de´finition se trouve
comme nom de classe. Si plusieurs classes sont de´finies dans un meˆme fichier, cette ligne est
alors obligatoire pour diffe´rentier les diffe´rents compteur a` cre´er. Ainsi, si les lignes de DSL
e´crites dans l’extrait de code 4.1 se trouvent dans le fichier Eval Point.hpp, l’attribut sera
ajoute´ dans la classe Eval Point.
Extrait de code 4.1 : Code utilise´ pour ge´ne´rer un aspect de type counter.
//// name : EVPCG
//// type : counter
La deuxie`me ligne optionnelle pour construire un aspect de type counter est de la forme
suivante :
//// namespace : NamespaceName
Comme son nom l’indique elle sert a` pre´ciser l’espace de nommage (namespace) dans lequel
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se trouve la classe choisie. En effet, pour pouvoir trouver une classe, AspectC++ a besoin de
connaˆıtre son espace de nommage. Ainsi si la classe Eval Point est dans l’espace de nommage
NOMAD, mais que lors de la description de l’aspect ceci n’est pas mentionne´, AspectC++
ne pourra pas appliquer l’aspect a` la classe car il ne la trouvera pas. Si jamais cette ligne
n’est pas pre´sente dans la description de l’aspect, ACRE va chercher dans le fichier contenant
la description si jamais une de´finition d’un espace de nommage est pre´sente ou non. S’il n’en
trouve pas, l’espace de nommage reste inde´fini dans l’aspect et AspectC++ risque donc de ne
pas trouver la classe a` laquelle ajouter l’attribut. Cette ligne n’est pas obligatoire car toutes
les classes ne font pas force´ment partie d’un espace de nommage.
Les lignes de codes pre´sente´es dans l’extrait 4.1 ont servi a` cre´er un aspect permettant la
de´couverte d’une fuite me´moire dans NOMAD, comme nous le verrons dans la partie 5.
4.1.2 LOGGING
Un aspect de type logging permet d’obtenir une trace du programme dans lequel il est tisse´
en permettant au de´veloppeur d’afficher une phrase a` chaque fois que son programme entre
ou sort d’une me´thode, comme pre´sente´ dans la section 3.1. Pour de´crire ce type d’aspect, la
troisie`me ligne de la description doit eˆtre de la forme
//// method && call / execution && MethodName
Elle sert a` spe´cifier quelle me´thode est concerne´e par l’aspect et si l’aspect est appele´ lors
de l’exe´cution ou lors de l’appel de cette me´thode. L’appel a` la me´thode bla est le moment
ou une autre me´thode foo utilise bla, tandis que l’exe´cution d’une me´thode est le moment
ou` le corps de la me´thode s’exe´cute re´ellement. L’attribut MethodName doit contenir la
signature de la me´thode concerne´e. Si l’aspect concerne plusieurs me´thodes alors l’attribut
MethodName doit eˆtre un patron de recherche similaire a` une signature. Il doit ainsi contenir
le type de retour des me´thodes, le nom de la classe contenant ces me´thodes (e´ventuellement
pre´ce´de´ de l’espace de nommage auquel elle appartient), ainsi que la liste des arguments pris
en parame`tre, si elles en prennent. Ainsi, les me´thodes concerne´es par l’aspect de´crit dans
les lignes de code DSL de l’extrait 4.2 sont toutes les me´thodes de l’espace de nommage
NOMAD.
Extrait de code 4.2 : Code utilise´ pour ge´ne´rer un aspect de type logging.
//// name : l ogg ingAspec t
//// type : l o g g in g
//// methods && c a l l && % NOMAD: : % ( . . . )
//// when : b e f o r e
//// when : a f t e r
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Une quatrie`me ligne optionnelle pour de´crire un aspect de type logging est de la forme
//// when : before / after
Elle sert a` indiquer si l’aspect doit e´crire une phrase avant ou apre`s l’appel ou l’exe´cution de
la me´thode concerne´e. Une me´thode d’aspect est cre´e´e pour chaque ligne de ce type pre´sente
dans la description de l’aspect. La description pre´sente´e dans l’extrait 4.2 cre´era ainsi un
aspect contenant deux me´thodes d’aspect : une e´crivant une phrase avant chaque appel de
chaque me´thode de l’espace de nommage NOMAD, l’autre faisant de meˆme apre`s chaque
appel. Pour l’instant l’utilisateur n’a pas la possibilite´ de particulariser ce qui est e´crit.
4.1.3 TIMING
Un aspect de type timing permet d’obtenir les temps d’acce`s en lecture et/ou en e´criture
d’un attribut d’une classe accessible par un accesseur (getter) et une me´thode de re´glage
(setter). Pour cela, la troisie`me ligne de la description doit eˆtre de la forme
//// time : second / nanosecond
Elle permet au de´veloppeur de pre´ciser s’il veut les temps d’acce`s en secondes ou en nanosec-
ondes. Par la suite la description doit contenir au moins une des trois lignes suivantes :
//// attribute : AttributeName [&& set && get]
//// set : SetterSignature
//// Get : GetterSignature
Ces lignes permettent de connaˆıtre l’attribut concerne´ par l’aspect et si on veut les temps de
lecture, d’e´criture ou les deux. Dans la ligne
//// attribute : AttributeName [&& set && get]
seul le nom de l’attribut est renseigne´, ainsi que si on veut ses acce`s en e´criture (set) et/ou
en lecture (get). Lors de la cre´ation de l’aspect, ACRE va conside´rer que l’attribut appartient
a` la classe portant le nom du fichier dans lequel la description se trouve. Pour l’espace de
nommage ACRE proce`de de la meˆme manie`re que pour un aspect de type counter : il cherche
une de´claration d’espace de nommage dans le fichier. Enfin, pour les getters et setters, ACRE
conside`re qu’ils sont de la forme set AttributeName(...) et get AttributeName(...).
Si les me´thodes ne sont pas de cette forme, alors cette ligne de devra pas eˆtre utilise´e.
Ainsi, pour les lignes de code DSL pre´sente´es dans l’extrait 4.3, et e´crites dans le fichier
Mesh.hpp contenant la description de l’espace de nommage NOMAD, la me´thode concerne´e
sera
% NOMAD : :Mesh : :set mesh index(...)
Pour les lignes de type
//// set : SetterSignature
et
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//// get : GetterSignature
la signature de la me´thode doit eˆtre comple`te, c’est a` dire contenir le type de retour, la classe
(et l’espace de nommage), le nom de la me´thode et ses e´ventuels parame`tres (comme pour
l’attribut MethodName dans la description d’un aspect de type logging).
Extrait de code 4.3 : Code utilise´ pour ge´ne´rer un aspect de type timing.
//// name : TimingAspect
//// type : t iming
//// time : nanosecond
//// a t t r i b u t e : mesh index && se t
4.1.4 CHECKING
Un aspect de type checking est un aspect ne contenant qu’une me´thode d’aspect et qui
peut faire tout ce que le de´veloppeur veut, tant que cela reste re´alisable par un aspect. Pour
cela, la troisie`me ligne dans la description doit eˆtre de la forme
//// before / after / around : [return type ][className : :]MethodName[(arguments)]
Elle sert a` de´finir quand la me´thode d’aspect doit eˆtre utilise´e (avant, pendant ou apre`s
quelle(s) me´thode(s)). Comme pour les autres de´finitions d’aspects, l’attribut className
peut contenir l’espace de nommage de la classe, sous la forme
namespace::className.
Par la suite, le de´veloppeur de´crit ce qu’il veut que sa me´thode d’aspect fasse. Pour cela
neuf types de ligne de code DSL sont disponibles. La premie`re d’entre elles permet la cre´ation
d’une variable et se pre´sente sous la forme suivante :
//// create : type && VariableName
Si le de´veloppeur veut utiliser un constructeur, par exemple pour de´clarer une variable A a(x),
alors l’attribut V ariableName doit contenir le nom de la variable, suivi par des parenthe`ses
contenant les e´ventuels parame`tres. Ainsi, pour cre´er la ligne pre´ce´dente, la ligne de code
DSL requise est :
//// create : A && a(x)
Pour initialiser une variable, l’attribut V ariableName doit contenir toutes les informations
requises pour l’initialisation. Ainsi pour obtenir int i = 0, il faut e´crire
//// create : int && i = 0.
La seconde ligne disponible permet de donner une valeur a` une variable et se pre´sente
sous la forme :
////store : type && howToGet
L’attribut howToGet doit eˆtre de la forme a.b() ou a→ b(), ou` b() est une me´thode retournant
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la variable, par exemple un getter. Ainsi pour stocker la valeur retourne´e par la me´thode
get n() de l’objet a a` une variable, on doit e´crire la ligne :
//// store : int && a→ get n().
Les six autres lignes disponibles sont les suivantes :
//// do : if(condition)
et
//// do : endIf
qui permettent d’ouvrir et de fermer un bloc if
//// do : while(condition)
et
//// do : endWhile
qui permettent la construction d’un bloc while, et
//// do : for-variableName-begin-end
et
//// do : endFor
que permettent de cre´er un bloc for. Finalement, la neuvie`me ligne disponible est la suivante :
//// do : line
Elle permet au de´veloppeur d’e´crire une ligne qui sera e´crite telle quelle lors de la cre´ation
de l’aspect par ACRE. L’extrait de code 4.4 montre un exemple de description d’un aspect
de type checking contenant presque toutes les lignes disponibles. L’aspect cre´e´ par cette
description sera discute´ en section 5.
Extrait de code 4.4 : Code utilise´ pour ge´ne´rer un aspect de type checking.
//// name : De l tas
//// type : check ing
//// a f t e r : i t e r a t i o n
//// s t o r e : NOMAD: : S ignature ∗ && th i s−> p . g e t s i g n a t u r e ( )
//// s t o r e : i n t && s igna tu re−>ge t n ( )
//// s t o r e : NOMAD: : Mesh && s igna tu re−>mesh ( )
//// s t o r e : i n t && mesh . ge t mesh index ( )
//// crea t e : NOMAD: : Point && de l ta m (n)
//// crea t e : NOMAD: : Point && de l t a p (n)
//// do : mesh . g e t d e l t a p ( de l t a p , mesh index )
//// do : mesh . g e t d e l t a m ( del ta m , mesh index )
//// do : for−i−0−n
//// do : i f ( de l ta m [ i ] > d e l t a p [ i ] )
//// do : p r i n t f (” Error ”)
//// do : endI f
//// do : endFor
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Tableau 4.1 : Synthe`se du DSL.
Type Ligne Description
Tous
//// name : AspectName Nom de l’aspect ge´ne´re´
//// type : AspectType Type de l’aspect ge´ne´re´
Counter
//// className : ClassName Classe concerne´e par l’aspect
//// namespace : NamespaceName
Espace de nommage
contenant la classe
Logging
//// method && call / execution Me´thode concerne´e par
&& MethodName l’aspect
//// when : before / after
L’aspect s’exe´cute avant
ou apre`s la me´thode
Timming
//// time : second / nanosecond Unite´ de temps
//// attribute : AttributeName [&& set && get] Attribut concerne´ par l’aspect
//// set : SetterSignature Setter de l’attribut concerne´
//// get : GetterSignature Getter de l’attribut concerne´
Checking
//// before / after / around : [return type ] L’aspect s’effectue avant
[className : :]MethodName[(arguments)] ou apre`s la me´thode concerne´e
//// create : type && VariableName Cre´e une variable de type type
//// store : type && howToGet Donne une valeur a` une variable
//// do : if(condition)
Cre´e un bloc if
//// do : endIf
//// do : while(condition)
Cre´e un bloc while
//// do : endWhile
//// do : for-variableName-begin-end
Cre´e un bloc for
//// do : endFor
//// do : line E´crit la ligne line dans l’aspect
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4.2 ACRE
Une fois les aspects de´crits dans le code source du programme, nous utilisons ACRE pour
lire les descriptions et ge´ne´rer les aspects correspondants. ACRE, pour Automatic aspeCt
cREator, est un analyseur qui construit automatiquement les aspects correspondant aux de-
scriptions e´crites en ligne de code DSL. Il est e´crit en Java et est disponible en te´le´chargement
depuis l’Internet 1 sous licence GPL.
Pour fonctionner, ACRE prend en entre´e un dossier contenant du code source C++
(fichiers .hpp et / ou .cpp), compilable ou non. ACRE parcourt ensuite ces fichiers a` la
recherche de descriptions d’aspects. Pour chaque de´finition trouve´e, ACRE regarde le type
d’aspect et appelle le sous-analyseur (parser) correspondant. Ce dernier analyse la descrip-
tion, cre´e le fichier .ah et le remplit avec l’aspect correspondant, e´crit en AspectC++. Si un
proble`me survient durant l’analyse de la description, a` cause par exemple d’une ligne errone´e,
alors ACRE ne cre´e´ pas l’aspect correspondant et en informe l’utilisateur via un message. Il
continue cependant d’analyser les de´finitions restantes. Afin que l’aspect ge´ne´re´ puisse com-
piler, ACRE lui inclut automatiquement les bibliothe`ques standards du C, a` savoir stdio et
stdlib. Il inclut aussi le fichier contenant les lignes de code DSL lues, l’aspect ayant ainsi
acce`s aux meˆme informations que la classe ou la me´thode a` laquelle il est lie´. Finalement, il
traduit aussi les mots cle´s de C++ en mots cle´s d’AspectC++. Ainsi, this, qui n’existe pas en
AspectC++, devient tjp → that(), tjp signifiant this join point, ce point de jonction. ACRE
effectue aussi quelques actions particulie`res pour certains types, comme explique´ ci-apre`s.
Pour les aspect de type checking, nous avons vu en section 4.1.4, que l’action store est
utilise´e pour donner une valeur a` une variable. Cependant le nom de la variable recevant la
valeur n’est pas mentionne´ dans la ligne DSL, qui, pour rappel, est de la forme
////store : type && howToGet
En effet, le nom de la variable est attribue´ par ACRE au moment de la cre´ation de l’aspect.
Ainsi, si la me´thode servant a` obtenir la valeur est un getter, sous la forme get , alors la
variable rec¸oit le nom de l’attribut concerne´. Par exemple, si la ligne de code DSL lue dans
la description est
//// store : int && this→ get size()
alors la ligne ge´ne´re´e dans l’aspect sera :
int size = tjp→ that()→ get size() ;
Si, cependant, la me´thode n’est pas de la forme get , alors la variable aura pour nom le nom
de la me´thode elle-meˆme :
//// store : int && a.size()
1. http://web.soccerlab.polymtl.ca/~ducloset/ACRE
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ge´ne´rera ainsi
int size = a.size() ;
Dans ce cas l’utilisateur doit faire attention a` ne pas appeler deux fois la meˆme me´thode,
sinon deux variables posse´derons le meˆme nom et l’aspect ne pourra fonctionner.
Pour les aspects de type counter, un changement est requis dans le code source du pro-
gramme, contrairement aux autres types d’aspects. En effet, il faut initialiser l’attribut
repre´sentant le compteur. Pour cela ACRE e´crit, en commentaire dans l’aspect, les deux
lignes requises pour cette initialisation. Il revient ensuite a` l’auteur de copier ces deux lignes
dans le code source de son programme, ACRE le lui rappelant dans ses sorties. L’e´criture
de ces deux lignes aurait pu eˆtre automatique, mais nous avons pre´fe´re´ laisser le soin au
de´veloppeur de modifier lui meˆme son propre code source et de ne pas lui imposer nos choix.
De plus, si les deux lignes restent e´crites dans le code meˆme pour une version ou` l’aspect ne
sera pas tisse´, alors le code ne compilera pas. Il est donc important que le de´veloppeur sache
ou` sont ces lignes. L’extrait de code 5.4 fourni un exemple d’aspect de type counter ge´ne´re´
automatiquement par ACRE et qui contient ces deux lignes.
Actuellement, ACRE ne peut ge´rer que quatre types d’aspects, de´crits pre´ce´demment.
Cependant, la fac¸on dont ACRE est construit permet l’ajout simple de nouveaux types
d’aspect. En effet, lors de la lecture d’une description d’aspect, ACRE repe`re le type de
l’aspect a` cre´er et transfe`re ensuite la gestion de cette description et l’e´criture de l’aspect
correspondant au sous-analyseur ade´quat. L’ajout de la gestion d’un nouveau type d’aspect
se fait donc via l’ajout d’un nouveau sous-analyseur spe´cifique. Afin que cet ajout soit le
plus simple possible et ne demande pas de modifications dans ACRE, nous fournissons une
interface indiquant au de´veloppeur les signatures des deux me´thodes qu’il doit imple´menter
pour avoir un sous-analyseur fonctionnel. Ces deux me´thodes servent respectivement a` lire
la description de l’aspect et a` ge´ne´rer l’aspect.
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Chapitre 5
E´TUDE EMPIRIQUE
La section 5.1 expose les diffe´rentes hypothe`ses, tandis que la section 5.2 introduit NO-
MAD, le logiciel teste´. Les sections 5.3, 5.4 et 5.5 traitent respectivement des re´sultats obtenus
pour les hypothe`ses 1, 2 et 3. La section 5.6 discute quant a` elle des re´sultats pre´sente´s dans
les sections qui la pre´ce`dent.
5.1 HYPOTHE`SES DE RECHERCHE
Le but de notre e´tude est d’utiliser l’AOP afin de re´aliser des tests de me´moire, d’invariant
et d’interfe´rence sur des programmes e´crits en C++, tel NOMAD. Pour cela nous avons tout
d’abord duˆ ve´rifier si cela e´tait possible, ce qui nous a conduit a` la premie`re hypothe`se :
Hypothe`se 1 : L’AOP peut eˆtre utilise´e efficacement pour tester des programmes C++.
La revue de litte´rature nous ayant montre´ que cela e´tait possible pour les programmes
e´crits en Java et pour les programmes C++ embarque´s, cette hypothe`se cherche a` nous
assurer et montrer qu’effectivement l’AOP permet d’effectuer diffe´rents types de tests dans
des programmes C++ et notamment dans NOMAD.
Une fois cette hypothe`se ve´rifie´e, notre but est de pouvoir ge´ne´rer automatiquement les
aspects permettant de tester les programmes, ce qui nous ame`ne a` la deuxie`me hypothe`se :
Hypothe`se 2 : Des aspects peuvent eˆtre ge´ne´re´s automatiquement depuis le code source
de programmes C++.
Cette hypothe`se est utilise´e pour savoir si une automatisation est possible dans la ge´ne´ration
des aspects, notamment en utilisant le DSL que nous proposons (voir section 4.1) et ACRE
(voir section 4.2).
Apre`s avoir valide´ ces deux hypothe`se et pu trouver des bogues dans NOMAD, notamment
des fuites de me´moire, nous nous sommes alors consacre´s aux bogues de type interfe´rence et
avons voulu voir si notre approche peut eˆtre utilise´e pour aider a` les de´tecter. Nous avons
pour cela formule´ une troisie`me hypothe`se :
Hypothe`se 3 : Les aspects ainsi ge´ne´re´s peuvent eˆtre utilise´s pour aider a` la re´alisation
de tests d’interfe´rence.
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Le crite`re de succe`s conside´re´ pour notre approche est de pouvoir re´aliser au moins un test
de chaque type (me´moire, invariant et interfe´rence) dans NOMAD graˆce a` un aspect ge´ne´re´
automatiquement par ACRE, et que ces tests trouvent des bogues. Ces bogues ne doivent
cependant pas eˆtre trop spe´cifique a` NOMAD pour que l’approche puisse eˆtre conside´re´e
comme ge´ne´ralisable. L’oracle utilise´ pour le bogue reporte´ dans les re´sultats est un rapport
d’utilisateur concernant une fuite me´moire dans NOMAD. Pour les re´sultats concernant le
programme jouet, l’oracle est le fait que la fuite me´moire a e´te´ introduite sciemment.
Les utilisateurs vise´s par notre approche sont les de´veloppeurs et les testeurs qui veulent
tester des programmes C++ sans avoir besoin de modifier le comportement du code source
de leur programme. Notre approche peut aussi eˆtre utile aux personnes voulant tester leur
programme mais qui ne posse`dent pas de connaissances spe´cifiques en test de logiciel ni en
programmation oriente´e aspect.
5.2 NOMAD
NOMAD, de´veloppe´ en C++ par Le Digabel (2011), est un logiciel d’optimisation de boˆıte
noire pouvant eˆtre utilise´ sur plusieurs syste`mes d’exploitation (Windows, Linux et Mac Os).
C’est un logiciel utilise´ a` la fois pour la recherche et par des industriels, tels Airbus, Boeing,
Exxon Mobil ou Hydro-Que´bec. Nous espe´rons qu’obtenir des re´sultats sur un tel logiciel
(e´crit en C++ et utilise´ en recherche et en industrie) signifie que nous pourront en obtenir
sur tous les logiciels C++. NOMAD est disponible en te´le´chargement depuis l’Internet 1 sous
la licence LGPL, et a e´te´ te´le´charge´ pre`s de 3 000 fois depuis 2008, comme le montre la
figure 5.1.
NOMAD a e´te´ conc¸u pour re´soudre des proble`mes difficiles d’optimisation de fonctions
de type boˆıte noire impliquant la minimisation d’une fonction objectif sous contraintes. La
fonction a` optimiser est passe´e en parame`tre du programme sous la forme d’un exe´cutable,
renseigne´ dans le fichier de parame`tres fourni a` NOMAD.
Une fonction de type boˆıte noire est une fonction qui peut eˆtre bruite´e, che`re a` calculer et
qui peut e´chouer sur l’e´valuation de points a` priori re´alisables. De plus, on ne connaˆıt de ces
fonctions que les donne´es d’entre´e et de sortie, et nous ne pouvons avoir acce`s a` leur de´rive´es
ou autres caracte´ristiques utiles. Ces fonctions se retrouvent souvent en inge´nierie, par ex-
emple pour calculer la forme d’une aile d’avion. Pour optimiser de telles fonctions, NOMAD
est base´ sur l’algorithme MADS, pour Mesh Adaptive Direct Search, propose´ par Audet et
1. http://www.gerad.ca/nomad
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Figure 5.1 : Courbe des te´le´chargements de NOMAD depuis 2008, selon 3 sources.
Dennis, Jr. (2006). Le proble`me d’optimisation se pre´sente sous la forme
min
x∈Ω
f(x)
dans le cas d’un proble`me avec un seul objectif ou
min
x∈Ω
(f1(x), f2(x))
pour un proble`me d’optimisation biobjectif, ou` Ω est l’ensemble des points re´alisables, et f ,
f1 et f2 sont les fonctions de type boˆıte noire a` optimiser.
L’algorithme MADS, dont une version simplifie´e est pre´sente´e dans le tableau 5.1, fonc-
tionne de la manie`re suivante, dans le cadre d’un proble`me avec un seul objectif : a` partir
d’un point xk, on cherche un minimum de f en e´valuant quelques points situe´s sur un treillis
(ou mesh) de taille ∆mk . L’algorithme se base sur des directions denses dans l’espace afin de
se´lectionner des points candidats. Ces candidats constituent l’ensemble
Pk = {xk +∆
m
k d : d ∈ Dk}
ou` Dk est un ensemble de directions. Les points ainsi se´lectionne´s se situent a` une distance
borne´e par un parame`tre ∆pk (non repre´sente´ ici) du point xk. La figure 5.2 illustre ceci. Les
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lignes minces repre´sentent le treillis de taille ∆mk et les lignes e´paissent les points a` distance
∆pk du point xk. L’e´tape recherche et sonde se de´roule comme suit : a` chaque ite´ration, une
recherche locale, base´e sur des directions denses, est d’abord effectue´e. Il s’agit de la phase
“sonde”. La deuxie`me phase consiste en une recherche globale. Cette partie est plus flexible
et permet de ge´ne´rer des points sur le treillis. Ces points peuvent par ailleurs eˆtre fournis par
l’utilisateur si celui-ci a une certaine connaissance du proble`me.
Figure 5.2 : Exemple de diffe´rentes configuration de treillis, tire´ de Le Digabel (2011) (Re-
production avec autorisation).
Lors de cette recherche, si un point xk+1 parmi ceux e´value´s ve´rifie f(xk+1) < f(xk),
alors la taille ∆mk du treillis augmente et l’algorithme recommence avec xk+1 a` la place de
xk, et ce jusqu’a` ce que le nombre d’e´valuations maximal fixe´ par l’utilisateur soit atteint. Si,
par contre, aucun point n’est meilleur que xk, alors l’algorithme diminue la taille du treillis
et recommence la recherche centre´e autour de xk. Plus de de´tails concernant l’algorithme
MADS sont disponibles dans l’article de Audet et Dennis, Jr. (2006).
NOMAD permet une grande flexibilite´ dans l’utilisation de MADS, autorisant l’ajustement
manuel de pre`s de 100 parame`tres, allant du nombre d’e´valuations maximal a` la pre´cision des
re´els utilise´s. Le tableau 5.2, tire´ du manuel d’utilisation de NOMAD (Le Digabel et Tribes
(2011)), est un exemple de fichier contenant des parame`tres d’entre´e pour NOMAD.
Le tableau 5.3, lui aussi tire´ du manuel d’utilisation, repre´sente un exemple de sortie
ge´ne´re´e par NOMAD pour les parame`tres donne´s dans le tableau 5.2.
NOMAD posse`de plusieurs type de sorties, suivant le degre´ de de´tail demande´ par l’utilisa-
teur. Le tableau 5.3 repre´sente la sortie standard, ou` on peut voir le nombre d’e´valuations ef-
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Tableau 5.1 : Algorithme MADS simplifie´, inspire´ de Le Digabel (2011).
• Initialisation : initialiser ∆m0 et ∆
p
0, et mettre le compteur d’ite´rations k a` 0.
• E´tape recherche et sonde : chercher un point ame´liorant xk+1 sur le treillis Mk
• Mises a` jour : Mettre a` jour ∆mk+1, ∆
p
k+1 ; k ← k + 1
recommencer l’e´tape recherche et sonde.
fectue´es, la meilleure solution non-re´alisable trouve´e et la meilleure solution re´alisable trouve´e,
chacune associe´e a` son couˆt (f).
29
Tableau 5.2 : Exemple de parame`tres d’entre´e pour NOMAD, inspire´ de Le Digabel et Tribes
(2011).
DIMENSION 5 # nombre de variable
BB EXE bb.exe # bb.exe est un programme qui prend
BB OUTPUT TYPE OBJ PB EB # en argument le nom d’un fichier texte
# contenant 5 valeurs, et qui affiche 3
# valeurs correspondantes aux valeurs
# de la fonction objective (OBJ), et 2
# valeurs de contrainte g1 et g2 avec
# g1 ≤ 0 et g2 ≤ 0 ; PB et EB
# correspondent aux contraintes qui
# sont traite´es par l’approche
# Progressive et Extreme Barrier (toutes
# les option de traitement des
# contraintes sont de´crites dans la
# liste de´taille´e des parame`tres)
X0 ( 0 0 0 0 0 ) # point de de´part
LOWER BOUND * -6 # toutes les variables sont ≥ 6
UPER BOUND ( 5 6 7 - - ) # x 1 ≤ 5, x 2 ≤ 6, x 3 ≤ 7
# x 4 and x 5 n’ont pas de bornes
supe´rieures
MAX BB EVAL 100 # l’algorithme se terminera quand
# 100 e´valuations de la boˆıte noire
# auront e´te´ effectue´es
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Tableau 5.3 : Exemple de sortie ge´ne´re´e par NOMAD, inspire´ de Le Digabel et Tribes (2011).
NOMAD - version 3.5.1 - www.gerad.ca/nomad
Copyright (C) 2001-2012 {
Mark A. Abramson - The Boeing Company
Charles Audet - Ecole Polytechnique de Montreal
Gilles Couture - Ecole Polytechnique de Montreal
John E. Dennis, Jr. - Rice University
Sebastien Le Digabel - Ecole Polytechnique de Montreal
Christophe Tribes - Ecole Polytechnique de Montreal
}
Funded in part by AFOSR and Exxon Mobil.
License : ’\$NOMAD\_HOME/src/lgpl.txt’
User guide : ’\$NOMAD\_HOME/doc/user\_guide.pdf’
Examples : ’\$NOMAD\_HOME/examples’
Tools : ’\$NOMAD\_HOME/tools’
Please report bugs to nomad@gerad.ca
MADS run {
BBE ( SOL ) OBJ
2 ( 1.100000000 0.000000000 0.000000000 0.000000000 0.000000000 ) 275.228100000
3 ( 4.400000000 0.000000000 0.000000000 0.000000000 0.000000000 ) 0.000000000
100 ( 4.400000000 0.000000000 0.000000000 0.00000000 0.000000000 ) 0.000000000
} end of run (max number of blackbox evaluations)
blackbox evaluations : 100
best infeasible solution : ( 4.4 -2.4 0 0 0 ) h=1.12 f=0
best feasible solution : ( 4.4 0 0 0 0 ) h=0 f=0
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5.3 VALIDATION DE L’HYPOTHE`SE 1
La premie`re hypothe`se, formule´e l’AOP peut eˆtre utilise´e efficacement pour tester des
programmes C++?, doit nous convaincre que des bogues peuvent eˆtre trouve´s dans des
programmes C++ graˆce a` des aspects. Pour ve´rifier cette hypothe`se, nous avons proce´de´ en
deux e´tapes. Nous nous sommes tout d’abord concentre´s sur le programme jouet, pre´sente´
en section 3.2 et par l’extrait de code 3.2, avant de tester notre approche sur un programme
re´el, NOMAD.
Le programme jouet ayant une fuite me´moire e´vidente (un objet instancie´ n’est pas libe´re´),
nous avons construit un aspect permettant de nous l’indiquer. L’aspect de´die´ en question
est pre´sente´ dans l’extrait de code 5.1. Il a le fonctionnement suivant : chaque fois qu’un
constructeur de la classe B (ligne 11) est appele´, la variable statique count est incre´mente´e
(ligne 16). De meˆme, chaque fois qu’un destructeur de la classe B est appele´, la meˆme
variable est de´cre´mente´e (ligne 17). Finalement, l’aspect e´crit a` la fin du programme (ligne
21) la valeur de la variable count (ligne 22). Nous initialisons ensuite la variable count a`
0, en rajoutant dans le fichier B.cpp, contenant le corps des me´thodes de la classe B, les
lignes e´crites dans l’extrait 5.2. Une fois l’aspect tisse´ avec le code source, nous exe´cutons le
programme jouet, et, comme espe´re´, la phrase Final count of B : 1 est affiche´e. L’utilisation
de l’AOP nous a donc permis de de´couvrir la fuite me´moire.
Le re´sultat obtenu sur le programme jouet e´tant encourageant, nous conside´rons main-
tenant un programme re´el, NOMAD. L’e´quipe de de´veloppement de NOMAD a rec¸u un releve´
de bogues concernant une fuite me´moire lorsque NOMAD tourne sous Windows pour un
proble`me particulier. Nous avons donc de´cide´ de chercher cette fuite en utilisant l’AOP.
Nous modifions pour cela l’aspect utilise´ pour trouver la fuite me´moire dans le programme
jouet, remplac¸ant la classe B par un ensemble de classes de NOMAD, les plus susceptibles
selon nous d’eˆtre a` l’origine de la fuite (c’est-a`-dire les classes sur lesquelles pointent le plus de
pointeurs ou les classes les plus utilise´es. Ces classes nous ont e´te´ communique´es par l’e´quipe
de de´veloppement de NOMAD). Apre`s avoir initialise´ le compteur (l’attribut de l’aspect) et
tisse´ l’aspect (en modifiant le makefile pour utiliser ag++ au lieu de g++), nous exe´cutons
NOMAD sur le proble`me indique´ dans le releve´ de bogues. Le re´sultat obtenu est qu’il y a,
parmi tous les objets des classes concerne´es, 74 objets instancie´s qui ne sont jamais de´truits.
Cela ne nous permet cependant pas de savoir quelle(s) classe(s) est (sont) concerne´e(s), l’at-
tribut affiche´ e´tant un attribut unique pour toutes les classes teste´es. Afin d’eˆtre suˆr de
trouver toutes les classes concerne´es par la fuite me´moire, nous cre´ons un aspect par classe,
re´ite´rons les e´tapes et trouvons que, finalement, seule la classe Eval Point est concerne´e,
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Extrait de code 5.1 : Aspect permettant de trouver la fuite me´moire dans le programme jouet
section 3.2.
1 #ifndef MYTOYCOUNTER AH
2 #define MYTOYCOUNTER AH
3
4 #include <s t d i o . h>
5 #include <s t d l i b . h>
6
7 aspect MyToyCounter {
8 public :
9 static int count ;
10
11 pointcut counted ( ) = ”B” ;
12
13 advice counted ( ) : s l i ce struct {
14 class Helper {
15 public :
16 Helper ( ) {MyToyCounter : : count++;}
17 ˜Helper ( ){MyToyCounter : : count−−;}
18 } counter ;
19 } ;
20
21 advice execut ion ( ”% main ( . . . ) ” ) : after ( ) {
22 p r i n t f ( ” Fina l count o f B: %d\n” , count ) ;
23 }
24 } ;
25
26 #endif
Extrait de code 5.2 : Lignes permettant l’initialisation de la variable de l’aspect MyToy-
Counter.
#include ”MyToyCounter . ah”
int MyToyCounter : : count = 0 ;
comme le montre la figure 5.3.
Ce re´sultat nous permet de valider notre premie`re hypothe`se : l’AOP peut effectivement
eˆtre utilise´e pour tester des logiciels re´els e´crits en C++. Ce re´sultat ne concerne cependant
que les tests de me´moire, et tous les aspect utilise´s pour obtenir cette re´ponse ont e´te´ cre´e´s
manuellement.
5.4 VALIDATION DE L’HYPOTHE`SE 2
La deuxie`me hypothe`se, formule´e des aspects peuvent eˆtre ge´ne´re´s automatiquement depuis
le code source de programmes C++?, doit nous convaincre qu’une automatisation de la
ge´ne´ration des aspects est possible, graˆce au DSL et a` ACRE, pre´sente´s respectivement dans
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Figure 5.3 : Sortie de NOMAD avec un aspect de type counter tisse´.
les sections 4.1 et 4.2. Pour valider cette hypothe`se, nous proce´dons de la meˆme manie`re que
pour la pre´ce´dente, nous concentrant tout d’abord sur le programme jouet (pre´sente´ dans
l’extrait de code 3.2) avant de conside´rer NOMAD.
Afin de ge´ne´rer automatiquement un aspect nous permettant de trouver la fuite me´moire
pre´sente dans le programme jouet, nous utilisons notre DSL et ACRE. Nous e´crivons ainsi
les trois lignes montre´es dans l’extrait 5.3 dans le fichier B.hpp, et exe´cutons ACRE sur le
dossier contenant le code source du programme jouet. Un aspect, sensiblement identique
a` celui pre´sente´ dans l’extrait 5.1, est ainsi cre´e´. Nous le tissons donc avec le code source
du programme jouet, enlevant tous les aspects cre´e´s manuellement pre´ce´demment, et nous
obtenons les meˆmes re´sultats qu’avec l’aspect ge´ne´re´ manuellement, a` savoir la de´tection de
la fuite me´moire.
Extrait de code 5.3 : DSL requis pour cre´er automatiquement un aspect trouvant la fuite
dans le programme jouet.
//// name : MyToyCounter
//// type : counter
//// className : B
Comme pour l’hypothe`se pre´ce´dente, nous passons ensuite a` NOMAD, afin de nous assurer
que notre approche marche aussi pour un programme re´el. Pour cela nous retirons tout
d’abord tous les aspects cre´e´s manuellement du dossier contenant le code source de NOMAD
et inscrivons les deux lignes requises pour cre´er un aspect de type counter dans le fichier
Eval Point.hpp. Ce fichier contenant la de´finition de l’espace de nommage NOMAD dans
lequel se trouve la classe concerne´e, nous n’avons pas besoin de le pre´ciser dans la description
de l’aspect. Nous exe´cutons ensuite ACRE sur le dossier contenant le code source de NOMAD
et l’aspect pre´sente´ dans l’extrait de code 5.4 est ge´ne´re´ dans le fichier EV PCG.ah, cre´e´ dans
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le meˆme dossier que les fichiers .hpp et .cpp. Nous pouvons y voir, aux lignes 10 a` 13, que les
lignes requises pour initialiser l’attribut de l’aspect sont bien indique´es au de´veloppeur.
Extrait de code 5.4 : Aspect ge´ne´re´ automatiquement permettant la de´couverte d’une fuite
me´moire dans NOMAD.
1 #ifndef GENERATED ASPECT EVPCG AH
2 #define GENERATED ASPECT EVPCG AH
3
4 #include <s t d i o . h>
5 #include <s t d l i b . h>
6
7 aspect EVPCG {
8 public :
9 static int Eval PointCount ;
10 // Do not f o r g e t to i n i t i a l i z e t h i s v a r i a b l e in the source code ! !
11 // Jus t copy these l i n e s in t o the appropr ia t e . cpp f i l e
12 // #inc lude ”EVPCG. ah”
13 // in t EVPCG: : Eval PointCount = 0;
14
15 pointcut Eval PointCounted ( ) = ”NOMAD: : Eval Point ” ;
16
17 advice Eval PointCounted ( ) : s l i ce struct {
18 class Eval PointCount{
19 public :
20 Eval PointCount ( ){ EVPCG: : Eval PointCount++;}
21 public :
22 ˜Eval PointCount ( ){ EVPCG: : Eval PointCount−−;}
23 } Eva l Po in t counte r ;
24 } ;
25
26 advice execut ion ( ”% main ( . . . ) ” ) : after ( ){
27 p r i n t f ( ” Fina l count o f Eval Point : %d\n” , Eval PointCount ) ;
28 i f ( Eval PointCount > 0)
29 p r i n t f ( ”Memory l eak ! ! \ n” ) ;
30 }
31 } ;
32
33 #endif
Une fois cet aspect, et uniquement cet aspect, tisse´ avec le code source de NOMAD, nous
obtenons le meˆme re´sultat que celui affiche´ sur la figure 5.3. Cela nous permet de valider
notre deuxie`me hypothe`se : nous pouvons ge´ne´rer automatiquement des aspects depuis le
code source d’un programme, en utilisant ACRE et le DSL que nous avons propose´, afin de
tester de vrais programmes.
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5.5 VALIDATION DE L’HYPOTHE`SE 3
Pour notre dernie`re hypothe`se, formule´e les aspects ainsi ge´ne´re´s peuvent eˆtre utilise´s
pour aider a` la re´alisation de tests d’interfe´rence ?, nous avons utilise´ l’AOP pour obtenir
les temps d’acce`s en lecture et en e´criture de variables. Ces temps sont ensuite utilise´s par
l’approche Bhattacharya et al. (2012) pour aider a` la de´tection de bogues de type interfe´rence.
Pour cela, nous nous sommes concentre´s uniquement sur NOMAD. Dans un premier temps
sur la version se´quentielle, pour ve´rifier que nous pouvons effectivement obtenir les temps
de lecture et d’e´criture des variables souhaite´s. Dans un deuxie`me temps, nous nous sommes
concentre´s sur la version paralle`le de NOMAD, qui utilise MPI (Message Passing Interface 2).
Pour ces deux e´tapes nous avons utilise´ des aspects tout d’abord ge´ne´re´s manuellement, puis
automatiquement.
Une fois trouve´ un attribut utilise´ un tre`s grand nombre de fois dans NOMAD, en l’occur-
rence l’attributmesh index de la classeMesh, nous avons regarde´ au niveau des spe´cifications
d’AspectC++ pour voir s’il est possible de de´clarer une coupe transverse directement sur
l’attribut. Cependant, meˆme si ceci est possible, il est impossible par la suite de de´clarer
une me´thode d’aspect sur la coupe transverse ainsi cre´e´e. En effet, dans la version actuelle
d’AspectC++, les me´thodes d’aspect sont faites pour eˆtre lie´es a` des coupes transverses
dynamiques (des me´thodes, via les actions call et execution) ou pour des classes (pour leur
ajouter des attributs, me´thodes ou classes de bases). On ne peut de´finir une me´thode d’aspect
directement sur un attribut. Il nous faut passer par ses getters et setters. Ceci est donc une
limitation de notre approche, mais qui vient d’AspectC++ et de l’utilisation explicite des
pointeurs en C++. Une deuxie`me limitation de notre approche pour cette hypothe`se vient
elle aussi d’AspectC++. En effet, dans la version actuelle, nous ne pouvons acce´der aux
variables, locales ou globales, via des coupes transverses. Nous devons donc nous contenter
d’avoir les acce`s en lecture et en e´criture des attributs posse´dant un accesseur et une me´thode
de re´glage.
Conscient de ces limitations, nous construisons donc un aspect capable de nous indiquer
les temps souhaite´s, en de´clarant deux me´thodes d’aspect, une e´tant appele´e juste apre`s
chaque exe´cution de l’accesseur souhaite´, et l’autre en faisant de meˆme pour la me´thode de
re´glage. Ces me´thodes d’aspects, visibles dans l’extrait de code 5.6, mesurent le temps auquel
l’appel a` la me´thode a e´te´ effectue´ et l’affiche sur la sortie courante.
Nous tissons donc cet aspect avec la version se´quentielle de NOMAD, exe´cutons cette
dernie`re et obtenons, comme souhaite´, les temps d’acce`s en lecture et en e´criture de l’attribut
2. http://www.mcs.anl.gov/research/projects/mpi/
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mesh index. Nous ge´ne´rons ensuite cet aspect en utilisant notre DSL (extrait de code 5.5)
et ACRE et obtenons l’aspect pre´sente´ dans l’extrait de code 5.6. Lorsque nous le tissons seul
dans le code source de NOMAD, que ce soit pour la version se´quentielle ou paralle`le, nous
obtenons le re´sultat attendu : l’AOP nous permet d’obtenir les temps d’acce`s, en lecture et
en e´criture, des attributs accessibles via un accesseur et une me´thode de re´glage. Ces temps
sont ensuite fournis en entre´e d’un autre approche. Celle ci nous donne la place optimale ou`
inse´rer un de´lai dans NOMAD, ainsi que la dure´e de se de´lai. Une fois celui ci inse´re´, nous
exe´cutons la version paralle`le de NOMAD et nous voyons qu’effectivement un bogue de type
interfe´rence peut apparaˆıtre dans la version paralle`le de NOMAD. Ceci nous permet donc de
valider notre troisie`me hypothe`se.
Extrait de code 5.5 : Lignes de code DSL requise pour ge´ne´rer l’aspect 5.6.
//// name : TimingAspect
//// type : t iming
//// time : nanosecond
//// a t t r i b u t e : mesh index
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Extrait de code 5.6 : Aspect de type timing ge´ne´re´ automatiquement.
#ifndef GENERATED ASPECT TIMING MESH INDEX AH
#define GENERATED ASPECT TIMING MESH INDEX AH
#include <s t d i o . h>
#include <s t d l i b . h>
#include <sys / time . h>
using namespace s td ;
aspect timingMeshIndex {
public :
struct t imeva l courant ;
long timeCourant ;
advice execut ion ( ”% NOMAD: : Mesh : : s e t mesh index ( . . . ) ” ) : after ( ) {
gett imeo fday(&courant , NULL) ;
timeCourant = courant . tv us e c ;
p r i n t f ( ” Ec r i tu r e de mesh index : %ld \n” , timeCourant ) ;
}
advice execut ion ( ”% NOMAD: : Mesh : : get mesh index ( . . . ) ” ) : after ( ) {
gett imeo fday(&courant , NULL) ;
timeCourant = courant . tv us e c ;
p r i n t f ( ” Lecture de mesh index : %ld \n” , timeCourant ) ;
}
} ;
#endif
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5.6 DISCUSSION DES RE´SULTATS
Pour montrer les re´sultats obtenus et valider les hypothe`ses nous avons, dans les sections
pre´ce´dentes, utilise´ uniquement les aspects de type counter et timing, qui nous permettent
de re´aliser des tests de me´moire et d’interfe´rence, car ils sont les plus ge´ne´ralisables. Avec
seulement quelques modifications dans leur description (voir aucune dans le cas de certains
compteurs) ces aspects peuvent eˆtre utilise´s pour n’importe quel programme. Nous allons
maintenant nous concentrer sur un autre type d’aspects que peut ge´ne´rer ACRE.
L’aspect de type checking pre´sente´ dans l’extrait de code 5.7, ge´ne´re´ a` partir des lignes
DSL e´crites dans l’extrait 4.4, permet de re´aliser un test d’invariant : la ve´rification qu’une
condition de l’algorithme de NOMAD est toujours satisfaite. Ce point concerne la taille du
treillis de l’algorithme, essentiel pour la convergence de la me´thode (voir Audet et Dennis,
Jr. (2006)). Ce point, bien qu’essentiel, n’est jamais ve´rifie´ explicitement dans la version
finale de NOMAD, pour ne pas rajouter des calculs supple´mentaires, et est suppose´ valide
et satisfait implicitement. L’utilisation de l’AOP pour tester ce point est donc utile : nous
n’avons pas besoin de modifier le code source de NOMAD pour avoir une version test. Nous
n’avons pas e´te´ en mesure de trouver un bogue avec l’aspect pre´sente´ dans l’extrait 5.7. Cela
veut dire que, pour tous les proble`mes que nous avons teste´, ce point de l’algorithme est
valide. Cependant, afin de nous assurer que si jamais un bogue est pre´sent, un aspect de type
checking nous permettrait de le trouver, nous avons mute´ le code source de NOMAD pour y
introduire une mauvaise imple´mentation de l’algorithme et donc un bogue. Cette mutation
s’est faite simplement en inversant un ope´rateur (l’ope´rateur + a e´te´ remplace´ par l’ope´rateur
−). Nous avons re´-exe´cute´ NOMAD sur les meˆmes probe`mes que pre´ce´demment et, cette fois
ci, l’aspect 5.7 nous a indique´ qu’il y avait des erreurs dans les re´sultats, comme attendu.
Ceci montre qu’un aspect de type checking, ge´ne´re´ automatiquement par ACRE, permet de
trouver des bogues dans un programme C++.
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Extrait de code 5.7 : Aspect de type checking ge´ne´re´ automatiquement.
#ifndef GENERATED ASPECT DELTAS AH
#define GENERATED ASPECT DELTAS AH
#include <s t d i o . h>
#include <s t d l i b . h>
#include ”Mads . hpp”
aspect Deltas {
advice execut ion ( ”% . . . : : i t e r a t i o n ( . . . ) ” ) : after ( ){
NOMAD: : S ignature ∗ s = tjp−>that()−> p . g e t s i g na tu r e ( ) ;
int n = s−>get n ( ) ;
NOMAD: : Mesh mesh = s−>get mesh ( ) ;
int l = mesh . get mesh index ( ) ;
NOMAD: : Point delta m (n ) , d e l t a p (n ) ;
mesh . g e t d e l t a p ( de l ta p , l ) ;
mesh . g e t de l ta m ( delta m , l ) ;
for ( int i = 0 ; i < n ; ++i ){
i f ( delta m [ i ] > de l t a p [ i ] ) {
p r i n t f ( ”Error : de lta m[% i ] > de l t a p [% i ]\n” , i , i ) ;
exit ( 0 ) ;
}
}
}
} ;
#endif
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Chapitre 6
CONCLUSION
Nous avons propose´ une approche nouvelle, l’utilisation d’aspects ge´ne´re´s automatique-
ment pour tester des programmes C++. L’utilisation de l’AOP pour les tests n’avait a` ce
jour e´te´ faite que pour les programmes e´crits en Java ou pour des programmes embarque´s
e´crits en C++ et la ge´ne´ration automatique des aspects n’avait e´te´ propose´e que pour Java.
Notre approche et les travaux re´alise´s lors de ma maˆıtrise sont synthe´tise´s a` la section 6.1. Les
limitations et les menaces affectant notre approche sont re´sume´es a` la section 6.2. Finalement
la section 6.3 pre´sente les ame´liorations futures a` apporter a` notre approche.
6.1 SYNTHE`SE DES TRAVAUX
Afin de pouvoir ge´ne´rer automatiquement des aspects, nous avons de´veloppe´ un DSL,
pre´sente´ sous forme de commentaires afin de ne pas modifier le comportement du code source.
Ce DSL, qui permet de de´crire l’aspect a` ge´ne´rer, est la seule modification, a` part dans le
cas des aspects de type counter, a` apporter au code source du programme afin d’avoir des
aspects permettant de le tester. Nous avons aussi de´veloppe´ ACRE, un logiciel qui permet de
lire les lignes de DSL et qui ge´ne`re automatiquement l’aspect correspondant a` la description.
Les quatre types d’aspects supporte´s par notre approche permettent l’acce`s a` diffe´rentes
manie`res de tester un programme e´crit en C++, telles les tests de me´moire, d’invariant et
d’interfe´rence.
Pour les aspects de type counter, nous avons montre´ qu’ils permettent de de´tecter des
fuites me´moires, tant dans un programme jouet cre´e´ pour cela que dans un logiciel re´el utilise´
en recherche et en industrie, NOMAD. Les aspects de types timing permettent, quant a` eux,
d’obtenir les donne´es ne´cessaires pour appliquer une approche permettant la de´tection de
bogues de type interfe´rence. Les aspects de type logging permettent d’obtenir une trace du
programme et les aspects de checking autorisent une plus grande liberte´ au de´veloppeur. Tous
ces aspects permettent au de´veloppeur de pouvoir tester son logiciel sans avoir a` modifier le
comportement du code source, les aspects e´tant cre´e´s dans des fichier se´pare´s et les lignes de
code DSL introduites dans le code source du programme ne modifiant pas le comportement
de ce dernier.
Notre approche permet ainsi a` des de´veloppeurs n’ayant aucune connaissance en program-
mation oriente´e aspect d’utiliser cette technologie afin de tester leur programme. Elle permet
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aussi aux de´veloppeurs C++ de pouvoir tester leurs programmes sans avoir a` modifier leurs
code source, meˆme s’ils n’ont pas de connaissances approfondies en techniques de test.
6.2 LIMITATIONS DE LA SOLUTION PROPOSE´E
Notre solution posse`de quelques limitations. Comme de´crit dans la section 5.6, l’une
d’entre elle (le fait de ne pouvoir, pour les aspects de type timing, avoir acce`s qu’aux at-
tributs posse´dant un getter et un setter) vient d’une limitation propre au mode`le d’exe´cution
d’AspectC++.
Une autre limitation, qui repre´sente une menace a` la validite´ interne de notre approche,
est le fait que les bogues de´tecte´s graˆce aux aspects peuvent eˆtre cause´s par la pre´sence des
aspects dans le programme et ne pas eˆtre la` a` l’origine. En ce qui concerne les bogues que nous
avons trouve´s et expose´s dans ce me´moire, nous avons montre´s en section 5.6 que c’e´taient
bien des bogues pre´sents dans NOMAD. Il convient donc aux utilisateurs de notre approche
de ve´rifier que les aspects qu’ils cre´ent n’introduisent pas de bogue dans leur programme.
Ceci est essentiellement vrai pour les aspects de type checking, pour lesquels l’utilisateur a
beaucoup de liberte´ au niveau de leurs contenus.
Une menace a` la validite´ externe, et aussi une limitation, qui peut toucher notre approche
est le fait que nous avons pour le moment teste´ cette dernie`re uniquement sur un programme
jouet et sur NOMAD. Cependant, les aspects cre´e´s sont e´crits en AspectC++ et peuvent
donc eˆtre tisse´s dans le code source de n’importe quel programme e´crit en C++. De plus,
leur cre´ation repose sur un DSL qui n’affecte pas le code source dans lequel il se trouve.
Enfin, comme mentionne´ dans la section 5.2, NOMAD est un logiciel fonctionnant sur les
trois principaux syste`mes d’exploitations (Windows, Mac OS et Linux) et qui est utilise´
aussi bien en recherche que dans l’industrie. Nous pensons donc que notre approche peut
eˆtre utilise´e pour tester n’importe quel programme e´crit en C++.
Une autre menace a` la validite´ externe qui concerne notre approche est le fait que
nous avons utilise´ ACRE et les aspects ge´ne´re´s uniquement sous Linux (et plus pre´cise´ment
Ubuntu). Cependant, ACRE est e´crit en Java et peut donc eˆtre exe´cute´ sur n’importe quel
syste`me d’exploitation posse´dant la machine virtuelle Java approprie´e (en l’occurrence la
version 1.6). Des tisseurs pour AspectC++ e´tant aussi disponibles pour tous les syste`mes
d’exploitations, nous pensons que notre approche peut elle aussi eˆtre utilise´e sur tous les
syste`mes d’exploitation.
Finalement, concernant la fiabilite´ de notre approche, tous les programmes utilise´s pour ce
me´moire, que ce soit le programme jouet, ACRE ou NOMAD, ont leur code source disponible
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sur internet. ACRE et le programme jouet sont sous licence GPL 1, et NOMAD sous licence
LGPL 2.
6.3 AME´LIORATIONS FUTURES
La premie`re ame´lioration que nous souhaiterions apporter a` notre approche est l’ajout
de la gestion de nouveaux types d’aspects par ACRE et le DSL. Pour l’instant seuls quatre
types sont disponibles (counter, logging, checking et timing) et ils ne permettent pas de faire
tous les types de tests possibles.
Une autre ame´lioration possible est l’extension d’ACRE a` la ge´ne´ration d’aspects e´crits en
AspectJ, afin de pouvoir utiliser notre approche pour des programmes e´crits en Java. Nous
devons cependant voir si nous conservons le DSL sous sa forme actuelle pour le code source
Java ou non. Ceci ame`ne a` une autre ame´lioration possible, qui serait d’enlever les lignes de
code DSL du code source et de les mettre dans des fichiers a` part.
La dernie`re ame´lioration a` apporter est l’ajout d’une interface graphique. Pour le moment
ACRE s’utilise uniquement en ligne de commande et n’est donc pas tre`s convivial. L’ajout
d’une interface graphique pourrait rendre son utilisation plus simple. Une interface graphique
simplifiant l’e´criture du DSL pourrait aussi aider a` l’utilisation de notre approche.
1. http://web.soccerlab.polymtl.ca/~ducloset/ACRE
2. http://www.gerad.ca/nomad
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