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Abstrakt
V této práci je řešena tvorba aplikace pro úpravu obrazu z kamery na operační systém
Android. Cílem bylo prostudovat možnosti úpravy obrazu, možnosti tvorby aplikací na
platformě Android a následně zjištěné informace použít při vývoji samotné aplikace. Zvo-
lený problém je řešen vytvořením frameworku na platformu Android pro úpravu obrazu
a následným použitím frameworku při vývoji samotné aplikaci. Framework je založen na
knihovně OpenCV a poskytuje vizuální komponenty užitečné při tvorbě GUI aplikace. Vy-
tvořená aplikace poskytuje navíc oproti podobným dostupným aplikacím možnost vytvoření
vlastního efektu skládáním filtrů dostupných v knihovně OpenCV. Výstupem je samotná
aplikace a plakát demonstrující její funkci. Dalším výstupem je framework usnadňující vý-
voj aplikací upravující obraz z kamery na operační systém Android. Součástí frameworku
je také dokumentace včetně návodu k použití.
Abstract
In this thesis I dealt with creation of application for editing image from camera. Apliacation
is for operating system Android. Aim was to study possibilities of image editing and of cre-
ating applications for platform Android. And next aim was to use discovered informations
to develop application. Problem was solved by creating of framework for platform Android
for image editing. This framework was used for develope application. Framework provides
visual components useful for creation application GUI. Created application provides extra
feature to create a custom effect by composition of filters from OpenCV library. Output is
Android application and poster demonstrating the application. Next output is framework
making development of applications for image editing easier. Framework contains also do-
cumentation with description of framework and instructions for use.
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Kapitola 1
Úvod
Mobilní aplikace jsou velice populární a rozšířené. Počet dostupných aplikací pro zařízení
s operačním systémem Android je zhruba 1 milion aplikací (rok 2013). Počet nainstalova-
ných aplikací na všech Android zařízeních dohromady bylo v roce 2013 zhruba 50 miliard [1].
Hardwarové vybavení smartphonů se stále zlepšuje a rozšiřuje, smartphony mají čím dál
lepší displeje, větší výkon, lepší fotoaparát. A objevují se stále nové periferie a senzory
například Bluetooth, WiFi, 3G, senzory světla či senzor tepu srdce. Také operační systémy
poskytují čím dál propracovanější prostředí a API pro vývojáře. Tyto skutečnosti poskytují
nové možnosti vývojářům aplikací, kteří mohou vytvářet stále náročnější a propracovanější
aplikace.
Vývoj aplikací pro úpravu obrazu není snadný, vývoj takových aplikací je možný i bez
použití knihoven, ale je to neefektivní a nepohodlné. Také je možné využít knihovnu pro
zpracování obrazu, například OpenCV, která poskytuje rozsáhlé možnosti úpravy obrazu.
Knihovna je však příliš obecná, vzhledem k tomu je její použití náročnější. Proto jsem vy-
tvořil vlastní framework založený na OpenCV. Framework obsahuje vizuální komponenty
jednoduše použitelné při vývoji aplikací upravujících obraz z kamery. Framework neposky-
tuje takové možnosti jako OpenCV, ale při vývoji aplikací pro úpravu obrazu z kamery je
dostačující.
Cílem této práce bylo vytvořit framework včetně dokumentace usnadňující tvorbu apli-
kací na úpravu obrazu z kamery a následně s využitím tohoto frameworku byla vytvořena
samotná aplikace a plakát demonstrující aplikaci.
Kapitola Platforma Android 2 se věnuje historii, architektuře a možnostem platformy
Android.
V kapitole Zpracování obrazu 3 jsou popsány možnosti zpracování obrazu obecně, kon-
krétně na platformě Android i s využitím knihovny pro zpracování obrazu OpenCV.
Kapitola Návrh frameworku pro úpravu obrazu z kamery 4 popisuje požadavky na
framework a návrh frameworku, aby byly požadavky splněny.
V kapitole Návrh aplikace využívající framework 5 se nachází specifikace požadavků na
aplikaci s ohledem na výhody a nevýhody podobných aplikací a následný návrh aplikace
včetně jeho grafického uživatelského rozhraní.
Kapitole Implementace frameworku pro úpravu obrazu z kamery 6 se věnuje implemen-
taci frameworku.
Kapitola Implementace aplikace využívající framework 7 obsahuje popis implementace
samotné aplikace.
V kapitole Testování a vyhodnocení aplikace 8 je popsán průběh testování aplikace
a zapracování připomínek uživatelů, dále je aplikace srovnána s podobnými aplikacemi.
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Kapitola 2
Platforma Android
Tato kapitola se věnuje obecně platformě Android. V kapitole je popsána historie, struktura
a části platformy.
Android je rozsáhlá open source platforma navržená pro mobilní zařízení. Android
vlastní konsorcium Open Headset Alliance. Konsorcium se skládá ze společností jako Goo-
gle, HTC, Intel, LG, Motorola, NVIDIA, Qualcomm, Samsung, Texas Instruments a dalších
25 společností [10]. Cílem konsorcia je podporovat inovace ve světě mobilních zařízení, dělat
zařízení levnější a co nejpříjemnější pro uživatele. Android je nástrojem k plnění těchto cílů.
Android je revoluční operační systém oddělující hardware od software, to umožňuje spouštět
stejné aplikace na mnoha různých přístrojích, což přináší užitek uživatelům i vývojářům.
Android je open source platforma od Linuxového jádra až po aplikační framework pod
licencí (Apache/MIT), což umožňuje kód libovolně modifikovat a používat k jakýmkoliv
účelům na jakýchkoliv zařízeních. V některých verzích Androidu Google vlastní licence
k vestavěným aplikacím jako Gmail, Maps nebo Android market.
Android je navržen pro mobilní zařízení. Při návrhu byly brány v úvahu negativní
vlastnosti mobilních zařízení, u kterých není předpokládané zlepšení, jako malá výdrž na
baterii a malé rozměry zařízení což znamená malý displej, malou kapacitu paměti a omezený
výkon. Android byl navržen pro běh na různých druzích zařízení. Android nepředpokládá
určitý rozměr displeje, rozlišení displeje, chipset a další. Jádro je navrženo s ohledem na
přenositelnost.
V roce 2005 společnost Google koupila společnost Android, Inc. V roce 2007 bylo za-
loženo konsorcium Open Headset Alliance. V roce 2008 byla vydána první verze Android
SDK a byl zahájen prodej prvního telefonu se systémem Android G1 vyráběným společ-
ností HTC. V roce 2009 bylo vydáno několik nových verzí systému Android a systém byl
nasazen do více než dvaceti modelů mobilních telefonů. V roce 2010 se stal Android druhou
nejprodávanější mobilní platformou hned po BlackBerry. Android je využíván ve více než
šedesáti typech zařízení [10].
Různorodost Android zařízení
Při vývoji aplikací na Android mohou nastávat problémy z důvodu různorodosti zařízení, na
které je aplikace určena. Zařízení může mít různou úhlopříčku displeje (small, normal, large,
extra large), hustotu pixelů (low, medium, high, extra high), vstupní zařízení (trackball,
touchsreen, klávesnice) a různou verzi systému Android. Zařízení mohou obsahovat světelný
senzor, Bluetooth, WiFi a další. Přibližné zastoupení verzí systému, velikostí a rozlišení
obrazovek uvedeno v grafech a tabulkách 2.1 a 2.2.
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Version Codename API Distribution
2.2 Froyo 8 1.0%
2.3.3 - 2.3.7 Gingerbread 10 16.2%
3.2 Honeycomb 13 0.1%
4.0.3 - 4.0.4 Ice Cream Sandwich 15 13.4%
4.1.x Jelly Bean 16 33.5%
4.2.x 17 18.8%
4.3 18 8.5%
4.4 KitKat 19 8.5%
Obrázek 2.1: Zastoupení jednotlivých verzí Androidu. (Převzato z [5])
Z důvodu univerzálnosti Androidu je třeba počítat s tím, že aplikace může být spu-
štěna například na mobilním telefonu s úhlopříčkou 4 palce a rozlišením 320x240 pixelů,
na telefonu s úhlopříčkou 5 palců a rozlišením 1920x1080 pixelů nebo dokonce na televizi
či tabletu. Další rozdíly v Android zařízení mohou být například různý výkon procesoru,
velikost operační paměti, počet fotoaparátů či typ klávesnice. Značné problémy mohou
způsobit různé verze androidu. Nové verze Androidu poskytují nové možnosti a funkce. Při
používání nových API aplikace není funkční na starších verzích systému Android.
2.1 Architektura operačního systému Android
Části operačního systému Android se dají rozdělit do několika oddělených vrstev, jak je
vidět na obrázku 2.3. Jednotlivé vrstvy jsou popsány v této kapitole.
Linuxové jádro
Celý operační systém Android je postaven na Linuxovém jádře. Linux je stabilní a bezpečný
operační systém, také je licencován jako open source. Linux obstarává základní systémové
služby, jako je správu paměti, procesů, sítě, napájení a komunikaci s periferními zařízeními
jako displejem, kamerou, klávesnicí, atd. Linux slouží také jako abstraktní vrstva mezi
hardwarem a softwarovou vrstvou. Linux je přenositelný operační systém, je jednoduché
ho zkompilovat na různé hardwarové architektury. Většina nízkoúrovňových částí Linuxu
je napsána v jazyce C, což umožňuje přenést Android na různá zařízení.
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ldpi mdpi tvdpi hdpi xhdpi xxhdpi Total
Small 7.5% 7.5%
Normal 12.5% 33.9% 19.9% 13.5% 79.8%
Large 0.6% 4.4% 1.6% 0.6% 0.6% 7.8%
Xlarge 0.1% 4.2% 0.3% 0.3% 4.9%
Total 8.2% 21.1% 1.6% 34.8% 20.8% 13.5%
Obrázek 2.2: Zastoupení jednotlivých velikostí a rozlišení displejů u Android zařízení. (Pře-
vzato z [5])
Linux je dobře zabezpečený systém, což se ukazovalo po dlouhou dobu jeho existence.
Každá aplikace na Androidu běží ve svém vlastním procesu se svými právy nastavenými
Linuxem.
Nativní knihovny
Další vrstva nad Linuxovým jádrem obsahuje nativní knihovny napsané v C/C++, knihovny
poskytují funkce aplikační vrstvě. Většina knihoven je převzata od open source komunit [10].
Nativní knihovny:
• Libc - systémová C knihovna je odvozená od BSD knihovny libc a upravená pro
mobilní zařízení.
• Media framework - multimediální knihovny založené na OpenCORE od společnosti
PacketVideo. Knihovny umožňují přehrávání a nahrávání audia, videa a statických
obrázků ve formátech MPEG4, H.264, MP3, AAC, AMR, JPG a PNG.
• Surface Manager - poskytuje přístup k obrazovému podsystému a skládá 2D a 3D
grafiku z aplikací které mají být zobrazeny na displeji.
• WebKit - slouží jako engine pro zabudovaný webový prohlížeč a také pro vizuální
komponentu WebView. WebKit využívají také například prohlížeče Safari, Chrome
a další.
• Apache Harmony - open source implementace Javy.
• OpenSSL - vrstva pro zabezpečenou komunikaci.
• SGL - engine pro 2D grafiku.
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Obrázek 2.3: Architektura operačního systému Android. (Převzato z [10])
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• OpenGL - knihovna pro 3D grafiku založená na OpenGL, knihovna využívá hardwa-
rovou 3D akceleraci pokud je dostupná, případně vysoce optimalizovanou softwarovou
akceleraci.
• FreeType - vykreslování bitmapových a vektorových fontů.
• SQLite - poskytuje funkce SQL relační databáze.
Virtuální stroj Dalvik
Dalvik virtual machine je navržen pro systém Android a vyvinut Danem Bornsteinem a jeho
týmem v Googlu [10]. Java virtual machine byl navržen univerzálně tak, aby mohl být použit
v různých situacích. Naproti tomu Dalvim VM je striktně určen pro mobilní zařízení a díky
tomu je efektivnější. Dalším důvodem vytvoření Dalvik VM bylo licencování, programovací
jazyk Java, nástroje Java a knihovny jsou volně dostupné naproti tomu Java VM ne. Existují
i volně dostupné alternativy Java VM jako OpenJDK nebo Apache Harmony.
Android a Java
Kód napsaný v jazyce Java je zkompilován do Java bajt kódu Java kompilátorem a pak
spuštěn Java VM. V případě Androidu je to jinak, také je kód psán v jazyce Java a kompi-
lován do Java bajt kódu Java kompilátorem, avšak Java bajt kód je překompilován Dalvik
kompilátorem na Dalvik bajt kód, který je spustitelný na Dalvik VM [10]. Porovnání obou
způsobů je znázorněno na obrázku 2.4. Java kompilátor se v době návrhu Dalviku VM
rychle vyvíjel, proto Dalvik bajt kód kompilován přes Java bajt kód, Dalvim kompilátor
tak využívá kvalitu Java kompilátoru. Dalším důvodem je možnost překládat do Java bajt
kódu z jiného jazyka a ten pak přeložit do Dalvik bajt kódu. Android nepoužívá klasický
Java Standard Edition, ale přidává do ní některé nové knihovny, odebírá knihovny pro
uživatelské rozhraní (AWT a Swing) a nahrazuje je speciálními Android knihovnami pro
uživatelské rozhraní.
Aplikační framework
V další vrstvě operační systém Android obsahuje Aplikační framework poskytující různé
služby a manažery pro aplikace [10]. Při vývoji aplikace na Android vývojář věnuje většinu
pozornosti této vrstvě. Aplikační framework například obsahuje:
• Activity Manager - řídí životní cyklus aplikací a přepíná mezi aktivitami.
• Package Manager - poskytuje informace o aplikačních balíčcích, které jsou na za-
řízení nainstalovány.
• Resource Manager - poskytuje přístup ke zdrojům jako zvuky, obrázky, videa nebo
XML popisující layouty, texty v různých jazykových verzích a další.
• Notification Manager - poskytuje přístup k notifikačnímu centru, díky němu je
možné v aplikaci vytvářet vlastní notifikace.
• Location Manager - umožňuje aplikací zjišťovat geografickou polohu zařízení.
• Content Providers - řídí přístup k datům, zapouzdřuje data a definuje jejich za-
bezpečení. Content provider je standardní rozhraní pro sdílení dat mezi procesy.
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Obrázek 2.4: Rozdíl mezi Java VM a Dalvik VM. (Převzato z [10])
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• Window Manager - rozhraní umožňující aplikacím komunikovat se správcem oken.
• Telephony Manager - poskytuje informace i telefonní službě telefonu, umožňuje
zjišťovat stav telefonní služby a reagovat notifikace od telefonní služby.
• View System - poskytuje vizuální komponenty aplikacím jako tlačítka, textová pole
a další.
Aplikace
Nakonec jsou tu aplikace vytvářené vývojáři. Díky těmto aplikacím uživatel naplno využije
potenciál zařízení. Celá aplikace je uložena v jednom souboru s příponou .apk. APK soubor
se skládá ze tří částí [10].
• Dalvik executable - obsahující Dalvik bajt kód aplikace.
• Resources - vše kromě kódu například zvuky, obrázky, videa nebo XML popisující
layouty, texty v různých jazykových verzích a další.
• Nativní knihovny - volitelně může aplikace obsahovat knihovny napsané v nativním
kódu v jazyce C/C++.
2.2 Vývoj aplikací pro platformu Android
Vyvíjet aplikaci na Android lze několika různými způsoby. Je možné využít frameworky
poskytující možnost implementovat aplikaci pomocí webových technologií. Výhodou je pře-
nositelnost na jiné mobilní platformy, nevýhodou je ale nižší výkon a omezené implemen-
tační možnosti. Takovýchto frameworků je několik například PhoneGap1 nebo Sencha2. Ve
PhoneGap jsou aplikace kódovány v HTML5, CSS3 a JavaScriptu. Framework poskytuje
přístup k API pro přístup k senzorům, datům i síti. Následně je možné aplikaci přeložit
pro různé platformy Android, BlackBerry, iOS, Windows Phone, Windows, Tizen, WebOS
i Symbian.
Další možností je klasický vývoj v jazyce Java. To je běžný způsob vývoje, nevýho-
dou může být nutnost znalosti Javy, Android API a tvorby Android Layoutů. Výhodou je
dostatečný výkon pro většinu aplikací a široké možnosti při vývoji.
Nejedná se o další samostatnou možnost implementace aplikací, ale o doplněk k vývoji
v jazyce Java. Jde o implementaci nativního kódu v jazyce C/C++. Kód neběží v Dalvik
Virtual Machine ale nativně, proto je jeho výkon nejvyšší.
Android SDK
Android SDK (software development kit) obsahuje nástroje pro vývoj, testování a debugo-
vání aplikací na Android [6]. Android SDK obsahuj:
• Eclipse + ADT plugin
• Android SDK nástroje
• Obraz poslední verze systému Android
1Webové stránky PhoneGap frameworku: http://phonegap.com
2Webové stránky Sencha frameworku: http://www.sencha.com/
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Android NDK
Android NDK je sada nástrojů poskytující možnosti vývoje částí aplikace v nativním kódu
v jazyce C nebo C++.
Android emulátor
Umožňuje spouštět a testovat Android aplikace bez použití fyzického zařízení. Zařízení je
emulováno na počítači. Chování aplikace na fyzickém nebo emulovaném zařízení je totožné,
protože se jedná o nízkoúrovňovou emulaci. Emulátor využívá AVD (Android Virtual De-
vice) viz 2.2.
Android AVD
AVD (android virtual devices) reprezentuje vlastnosti virtuálního zařízení jako verzi An-
droidu, rozlišení displeje, operační paměť a další. AVD jsou spravovány v AVD manažeru,
který poskytuje grafické uživatelské rozhraní pro tvorbu a modifikaci virtuálních zařízení.
Android studio
Android studio je nové vývojové prostředí vyvíjené společností Google. Android studio
je založené na vývojovém prostředí inteliJ a obsahuje rozsáhlé množství nástrojů pro vý-
voj a testování android aplikací [7]. Android studio je ve fázi vývoje early acces preview.
Z vlastní zkušenosti tato vývojová fáze odpovídá stavu vývojového prostředí. Na mém hard-
ware není Android studio pohodlně použitelné, není příliš vyladěné a je značně pomalé. Pře-
ložení aplikace v Android studiu na notebooku s procesorem i5 a 8GB RAM trvalo zhruba
minutu, přeložení stejného projektu na stejném hardware trvalo v Eclipse jednotky vteřin.
Nejednalo se pouze o překlad aplikace ale také například o samotné spuštění vývojového
prostředí, otevírání zdrojových textů v editoru kódu i vše ostatní bylo pomalé.
Eclipse
Eclipse3 je open source vývojové prostředí primárně určené pro programování v Javě. Je do-
stupné velké množství pluginů pro Eclipse, rozšiřující podporované jazyky například o C++,
PHP, HTML, atd. Také jsou dostupné další pluginy rozšiřující vývojové prostředí o napří-
klad návrh UML, SVN či git verzování a mnohá další. Editor zdrojových kódů Eclipse
poskytuje funkce jako kontrola syntaxe, automatické doplňování, našeptávání a při psaní
poskytuje informace z dokumentace.
ADT
ADT (Android development tools) je plugin pro Eclipse poskytující funkce a možnosti pro
rychlý a pohodlný vývoj Android aplikací v Eclipse. ADT poskytuje grafické uživatelské
rozhraní k funkcím Android SDK (software development kit) spouštěným z příkazové řádky.
ADT obsahuje nástroje pro tvorbu, rychlé prototypování, návrh a tvorbu grafického uživa-
telského rozhraní Android aplikace pomocí drag&drop a s WISWIG náhledem. Poskytuje
také do Eclipse dokumentaci Android API.
3Webové stránky vývojového prostředí Eclipse: http://www.eclipse.org/
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2.3 Možnosti zpracování a úpravy obrazu na platformě An-
droid
V dnešní době jsou téměř všechny mobily a tablety vybaveny jednou či dvěma kamerami.
Rozlišení kamer se stále zvyšuje a to poskytuje stále větší možnosti využití. Android API
poskytují propracované možnosti využití kamer v zařízeních.
Zpracování obrazu může být velice výpočetně náročné. V případě zobrazování náhledu
fotoaparátu, u kterého je obraz modifikovat, jsou požadavky na výkon mobilního zařízení
vysoké vzhledem k tomu, že zpracování obrazu by mělo probíhat real time, aby bylo pou-
žívání fotoaparátu pohodlné a příjemné. Výkon mobilních zařízení však rychle roste. Při-
bývají jádra procesorů, frekvence procesoru se zvyšuje a výkon grafických mobilních čipů
také rapidně roste. Možnosti a rychlost zpracování obrazu jsou stále větší.
V této kapitole jsou popsány možnosti zpracování obrazu na platformě Android. Mož-
ností poskytuje Android několik, mohou být využity možnosti balíčku android.media.effect
nebo může být obraz zpracováván jako pole bajtů v Javě nebo v nativním C/C++. Další
možností je použití knihoven třetích stran. Zpracování obrazu obecně je věnována kapitola 3.
Vyžití efektů ze třídy android.media.effect
Balíček android.media z Android API poskytuje možnosti použití efektů na úpravu obrazu
z kamery. Třída android.media.effect.EffectFactory poskytuje téměř třicet možných efektů
s obrazem. Mezi efekty je například oříznutí, natočení, úprava kontrastu, jasu, červených
očí apod. Nedostatkem je nemožnost vytvoření vlastního efektu či modifikace stávajících
efektů. Také podpora tohoto balíčku je až od verze API 14 což odpovídá Androidu verze
4.0. Výhodou je jednoduchost a pohodlnost použití [8].
Vyžití událostí Camera.PreviewCallback a Camera.PictureCallback
Další možností je použít Camera.PreviewCallback a Camera.PictureCallback. Data kaž-
dého snímku kamery jsou před zobrazením a při vyfocení předána funkci jako pole bajtů,
tato data mohou být jakkoliv modifikována. Nevýhodou je nepohodlnost práce s bajty
a hardwarová náročnost v případě zpracovávání bajtů přímo v Javě.
Zpracování obrazu nativním kódem
V případě použití nativního kódu pro zpracování obrazu z kamery v podobě pole bajtů
by to neměl být výkonový problém. V tomto případě je značnou nevýhodou výrazně větší
náročnost implementace pro programátora.
Využití knihoven třetích stran
Další možností je použití některé knihovny pro zpracování obrazu například OpenCV, která
je popsána v podkapitole 3.2.
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Kapitola 3
Zpracování obrazu
Zpracování obrazu je zpracování signálu ve formě obrazu nebo videa. Základem většiny
efektů je dvourozměrná diskrétní konvoluce. Efekt konvoluce závisí na konvolučním jádru.
Barevný obraz je reprezentován třemi případně čtyřmi maticemi pixelů pro každou
barevnou složku (případně i průhlednost) zvlášť podle barevného modelu. Konvoluční filtry
jsou aplikovány na každý barevný kanál zvlášť.
Diskrétní dvourozměrná konvoluce je operace se dvěma maticemi, mezi zdrojovým ob-
razem a konvolučním jádrem. Obrázek i jádro jsou dvourozměrná pravoúhlá souřadnicová
síť pixelů. Konvoluční jádro je možné přirovnat k oknu, které se posouvá po obraze [12].
Hodnoty matice jádra závisí na požadovaném efektu, čím má prvek matice větší hodnotu,
tím větší vliv má na výsledný pixel. Filtr postupně zpracovává všechny pixely obrázku. Pro
každý z nich vynásobí hodnotu aktuálního pixelu a jeho sousedních pixelů odpovídajícími
hodnotami jádra. Výsledné hodnoty pak sečte a výsledek je pak hodnotou přiřazenou ak-
tuálnímu pixelu. Aby byl zachován jas obrázku, musí být matice jádra normalizovaná, což
znamená, že součet prvků matice jádra musí být roven jedné. Pokud je součet prvků matice
jiný než jedna a je požadována její normalizace, je každý její prvek vydělen součtem všech
prvků matice. Pro výpočet každého pixelu jsou používány hodnoty původního obrázku ni-
koliv nově vypočtené hodnoty. Znázornění příkladů konvolučních filtrů s různými maticemi
a jejich výsledeky jsou znázorněny na obrázcích 3.2, 3.3, 3.4, 3.5 a 3.6.
Zde je uveden příklad dvourozměrné diskrétní konvoluce s maticovým zápisem viz 3.1.
Filtr postupně zleva doprava a shora dolů načte všechny pixely z oblasti, se kterou jádro
pracuje. Hodnotu každého pixelu vynásobí příslušnou hodnotou z jádra a výsledky sečte
[(1∗13)+(2∗191)+(1∗147)+(2∗241)+(4∗183)+(2∗155)+(1∗228)+(2∗49)+(1∗83)]/16 =
2475/16 = 154. Matice nebyla v normalizovaném tvaru, takže je normalizována vydělením
součtem všech prvků matice, což je v tomto případě 16. Aktuální pixel tak získá hodnotu
154. Filtr nepracuje přímo s obrázkem, ale s jeho kopií. Filtr proto u dalšího pixelu nepracuje
s novou hodnotou pixelu 154, ale s původní hodnotou 183.
 13 191 147241 183 155
228 49 83
 ∗
1 2 12 4 2
1 2 1
 /16 =
 13 191 147241 154 155
228 49 83

Obrázek 3.1: Příklad výpočtu konvoluce filtru pro rozmazání obrazu tzv. Gaussův filtr.
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1 2 12 4 2
1 2 1

Obrázek 3.2: Konvoluční jádro filtru pro rozmazání obrazu tzv. Gaussův filtr.
 0 −1 0−1 5 −1
0 −1 0

Obrázek 3.3: Konvoluční jádro filtru pro zvýraznění hran.
0 1 01 −4 1
0 1 0

Obrázek 3.4: Konvoluční jádro filtru Laplace pro zvýraznění hran.
−1 0 −1−2 0 −2
−1 0 −1

Obrázek 3.5: Konvoluční jádro filtru Sobel pro zvýraznění svislých hran.
−1 −2 −10 0 0
−1 −2 −1

Obrázek 3.6: Konvoluční jádro filtru Sobel pro zvýraznění vodorovných hran.
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Obrázek 3.7: Výsledky efektu napodobující komiks. (Převzato z [9])
3.1 Efekty s obrazem
Efekty s obrazem jsou prováděny pomocí konvolučních filtrů, geometrických transformace
či jiných úprav. Efekty kombinující větší množství složitých filtrů mohou však být tak vý-
početně náročné, že nejsou použitelné na mobilním zařízení v real time náhledu fotoaparátu.
V této kapitole jsou popsány dva relativně náročné efekty s obrazem. Popsány jsou právě
tyto efekty, protože jejich výsledný obraz je originální a vypadá zajímavě. Tyto efekty jsou
implementovány ve výsledné aplikaci jak popisuje podkapitola 7.1.
Efekt napodobující komiks
Výsledný obraz by měl vypadat jako komiks viz 3.7. Takže je nutné vytvořit černé hrany
objektů a zredukovat barvy tak, aby vznikly barevné ohraničené plochy. Efektu se dosáhne
kombinací následujících filtrů [9].
1. Odstranění šumu z obrazu - to je provedeno použitím Median filtru.
2. Detekce hran - nejlépe se jeví canny filtr, protože má přesné ostré hrany.
3. Rozšíření hran - canny filtr vytvoří hrany o tloušťce jeden pixel, které je žádoucí
nějakým způsobem rozšířit.
4. Filtrace hran - hrany o malých rozměrech jsou ve výsledném obraze ignorovány.
5. Bilaterální Filtr - biliterální filtr redukuje barevné přechody v obraze. Biliterální
filtr funguje podobně jako Gassian blur, také je hodnota počítána jako vážený součet
pixelů v okolí. Rozdíl je v tom, že váhy jsou upravovány podle rozdílnosti hodnot
pixelů v okolí. Pixely s barvou podobnou vypočítávanému pixelu mají tak větší váhu.
6. Kvantováni barev - barvy jsou redukovány na paletu o menším počtu barev.
7. Sloučení hran a obrazu - obraz s hranami i obraz s upravenými barvami jsou
připraveny, už zbývá jen obrazy spojit, což je provedeno odečtením hran od obrazu
s barvami.
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Obrázek 3.8: Výsledky efektu s využitím Extended Difference-of-Gaussians (XDoG). (Pře-
vzato z [11])
Obrázek 3.9: Postup při výpočtu efektu využívající XDoG. (Převzato z [11])
Efekt s využitím Extended Difference-of-Gaussians (XDoG)
Výsledný obraz by měl vypadat, jako černobílá abstraktní podoba reality viz 3.8. Postup
filtru je znázorněn na obrázku 3.9. Efektu se dosáhne aplikací následujících filtrů [11].
1. Odstranění šumu z obrazu - to je provedeno použitím filtru Median blur.
2. Detekce hran - je využit rozdíl mezi dvěma obrazy rozmazanými Gaussian blur
filtrem s různou velikostí jádra tzv. Difference of Gaussians.
3. Vložení hran do obrazu - body obrazu s detekovanými hranami jsou následně
vynásobeny konstantou a hrany jsou přičteny k původnímu obrazu.
4. Prahování - obraz se zvýrazněnými hranami je prahován na černobílý obraz, což je
poslední krok efektu.
3.2 Knihovna OpenCV
OpenCV (Open Source Computer Vision Library) je open source knihovna poskytující
funkce pro počítačové vidění a zpracování obrazu. Knihovna obsahuje více než 2500 opti-
malizovaných algoritmů. Tyto algoritmy mohou být použity na detekci tváří, identifikaci
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objektů, rozpoznání lidské činnosti na videu, sledování pohybujících se objektů, získání 3D
modelů objektů, vytváření 3D bodových mraků ze stereo kamery, spojení obrázků pro zís-
kání obrazu scény s vysokým rozlišením, vyhledání podobných obrázků v databázi obrázků,
odstranění červených očí, sledování pohybu očí, rozpoznání prostředí a vložení markerů pro
rozšířenou realitu atd. [2].
Knihovna OpenCV je dostupná s rozhraním pro C++, C, Python, Java a MATLAB.
Podporované platformy jsouWindows, Linux, Android a Mac OS. Moduly knihovny OpenCV:
• Core - modul definuje základní funkce používané ostatními moduly a základní datové
struktury.
• Imgproc - modul obsahuje funkce pro zpracování obrazu jako lineární a nelineární
filtry, geometrické transformace, konverze barevného prostoru, histogramy a další.
• Video - modul analyzující video obsahující rozpoznávání pohybu, odstraňování po-
zadí a sledování objektů.
• Calib3d - základní geometrické algoritmy pro obraz z více zdrojů, kalibrace kamery
a stereo kamery, určení polohy objektu, rekonstrukce 3D objektů.
• Features2d - detektor a popis charakteristických rysů, porovnání charakteristických
rysů.
• Objdetect - detekce objektů z předdefinovaných tříd (například tváře, oči, osob, aut
a dalších).
• Highgui - uživatelské rozhraní pro jednoduché zaznamenávání obrázků a videa.
• Gpu - akcelerační algoritmy pro ostatní moduly.
• Android - algoritmy a komponenty usnadňující použití knihovny na platformě An-
droid.
• FLANN pro rychlé vyhledávání přibližných podobností v obraze a další.
OpenCV4Android SDK
OpenCV poskytuje možnost použití knihovny při programování Android aplikací. K tomuto
účelu slouží OpenCV4Android SDK [4]. OpenCV4Android SDK obsahuje:
• apk - aplikaci OpenCV Manager na Android pro různé architektury viz 3.2
• doc - dokumentace knihovny OpenCV
• samples - ukázky použití knihovny OpenCV v Android aplikacích
• sdk - samotná knihovna OpenCV pro Android
• sdk/java - projekt pro Eclipse obsahující Knihovnu OpenCV pro Android, projekt
může být importován do Eclipse při vývoji Android aplikace
• sdk/native - C++ hlavičkové soubory Knihovny OpenCV a binární soubory knihovny
s příponou *.so a *.a
• sdk/etc - haarovy a LBP(Local binary patterns) klasifikátory pro detekci objektů
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OpenCV Manager
Na Androidu jsou funkce knihovny OpenCV implementovány v nativním kódu, který je
závislý na architektuře zařízení. Různá zařízení s různými architekturami vyžadují různé
verze binárních souborů knihovny. Podporované architektury jsou Intel x86, MIPS, ARMv5,
ARMv6, ARMv7-A, ARMv7-A + NEON [3]. Aby nebylo třeba vytvářet různé verze aplikace
pro různá zařízení, je nejjednodušší využít aplikaci OpenCV manager. OpenCV manager
je na Android dostupná v Google Play. V Google Play je dostupná pouze verze určená
pro architekturu vašeho zařízeni. Pokud není OpenCV manager v zařízení nainstalován, je
při prvním spuštění vytvořené aplikace otevřena Aplikace Google Play s Aplikací OpenCV
Manager a je třeba ji nainstalovat. Po úspěšné instalaci je vše připraveno a je možné aplikaci
používat.
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Kapitola 4
Návrh frameworku pro úpravu
obrazu z kamery
Rozhodl jsem se vytvořit vlastní knihovnu (framework) usnadňující vytváření aplikace na
Android pro úpravu obrazu. V této kapitole se zabývám návrhem frameworku, nejprve je
shrnuto, co by měl framework umět a umožňovat. Dále se věnuji samotnému návrhu tak,
aby byly požadavky frameworku splněny.
Framework by měl poskytovat vizuální komponenty pro uživatelské rozhraní, třídy po-
skytující možnosti vytváření vlastních efektů včetně nastavitelných parametrů efektu. Díky
nastavitelným parametrům efektu má uživatel možnost měnit vlastnosti efektů za běhu
aplikace. Také obsahuje podporu pro vytváření efektů uživatelem za běhu aplikace pomocí
skládání efektů ze všech filtrů, které poskytuje knihovna OpenCV. Framework využívá fil-
try z modulu opencv.imgproc knihovny OpenCV a základní operace z modulu opencv.core.
Důraz je kladen na jednoduchost použití frameworku a maximální možnosti při vytváření
nových efektů.
V návrhu byly využity vlastnosti objektově orientovaného návrhu, jako je dědičnost či
polymorfismus. K návrhu frameworku byl využit diagram tříd z jazyka UML. Diagramy tříd
znázorňují třídy frameworku a jejich závislosti viz 4.1 a 4.2, mezi dvěma částmi diagramu
chybí jedna závislost, a to taková, že třída UserEffect z balíčku EffectCameraFramework.-
UserEffects implementuje rozhraní Effect z balíčku EffectCameraFramework.Effects.
Navrhovaný framewrok je rozdělen do několika balíčků, jednotlivé balíčky a jejich třídy
jsou popsány za tímto odstavcem. Balíčky EffectCameraFramework, EffectCameraFramework.-
Effects a EffectCameraFramework.Effects.Lib obsahují třídy pro použití a zobrazení efektů
včetně jejich nastavitelných parametrů. Každý efekt z balíčku EffectCameraFramework.-
Effects.EffectLib implementuje rozhraní Effetc. Efekt používá libovolný počet nastavitel-
ných parametrů třídy Parameter. EffectManager poskytuje informace o všech dostupných
efektech. Třída CameraPreview využívá EffectManager pro přístup k efektům a zobrazuje
náhled kamery s aktivním efektem EffectManageru. Třída Lib poskytuje knihovní funkce
celému frameworku, případně i aplikaci. Třída EffectPreview je grafické komponenta zob-
razující náhled efektu na bitmapě. Balíček EffectCameraFramework.UserEffects poskytuje
možnosti pro tvorbu uživatelský efektů za běhu aplikace. Třída UserEffect reprezentuje
jeden uživatelský efekt. Efekt může obsahovat libovolný počet filtrů typu Filter a proměn-
ných typu FilterVariable. Každý filtr obsahuje několik parametrů typu FilterParameter,
který reprezentuje parametr filtru, aby byl efekt funkční, musí být každému parametru fil-
tru přiřazena některá proměnná efektu. Informace o všech uživatelských efektech poskytuje
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třída UserEffectManager. Třída FilterManager poskytuje informace o dostupných filtrech,
které je možné použít při přidávání nových filtrů do efektu.
Modul EffectCameraFramework
Modul obsahuje grafické komponenty pro zobrazování náhledu z kamery s efektem a zobra-
zování náhledů efektu aplikovaného na obrázek, také obsahuje třídu s knihovními funkcemi
používanými v ostatních modulech.
• CameraPreview - rozšiřuje třídu JavaCameraView z knihovny OpenCV. Kompo-
nenta CameraPreview zajišťuje zobrazení náhledu kamery, oproti JavaCameraPreview
aplikuje na obraz aktivní efekt z EffektManageru. Dále obsahuje funkce na nastavení
parametrů fotoaparátu a zjištění podporovaných hodnot parametrů fotoaparátu jako
rozlišení náhledu, rozlišení fotografie, mód blesku a přepnutí kamery na zadní a zpět.
• EffectPreview - sloužící jako náhled na efekt. Komponenta rozšiřuje třídu ImageBut-
ton jejímu konstruktoru je předána bitmapa a efekt, následně se komponenta zobrazí
jako náhled efektu na příslušné bitmapě. Protože rozšiřuje ImageButton, je možné re-
agovat na události jako je stisknutí a například změnit aktivní efekt EffectManageru,
čímž je ovlivněn náhled kamery CameraPreview.
• Lib - obsahuje knihovní funkce pro celý framework případně i aplikaci.
Modul EffectCameraFramework.Effects
Modul definuje základní třídy a rozhraní potřebné pro práci s efekty upravujícími obraz,
jejich parametry a také obsahuje knihovnu předpřipravených vzorových efektů.
• EffectManager - poskytuje informace o dostupných efektech. Každý efekt musí být
do EffectManageru zaregistrován. EffectManager poskytuje komponentě CameraPre-
view informace o aktuálně aktivním efektu, který má být na náhled aplikován. Dále
poskytuje seznam všech zaregistrovaných efektů.
• Effect - interface Effect popisuje rozhraní, které musí každý efekt implementovat.
Každý efekt musí poskytnout svůj název, seznam nastavitelných parametrů a metodu
aplikující efekt na obraz.
• Parameter - reprezentuje nastavitelný parametr efektu, obsahuje jméno, minimální,
maximální a aktuální hodnotu parametru. Také poskytuje informaci o procentuál-
ním vyjádření aktuální hodnoty, vypočtené podle hodnot maxima, minima a aktuální
hodnoty. Hodnotu parametru je možné nastavit i procentuálně.
Modul EffectCameraFramework.Effects.EffectLib
Modul obsahuje efekty, které jsou v aplikaci následně dostupné. Efekty v tomto balíčku
implementují rozhraní Effect z balíčku EffectCameraFramework.Effects. Aby byl efekt přes
EffectManager dostupný, nestačí třídu implementující rozhraní Effect vytvořit, ale je ještě
třeba efekt do seznamu dostupných efektů EffectManageru přidat. Efekt je však možné
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do EffectManageru přidat i bez modifikace balíčku frameworku EffectCameraFramework.-
Effects.EffectLib. Třídu implementující rozhraní Effect je možné vytvořit i mimo framework,
není podmínkou přítomnost v balíčku EffectCameraFramework.Effects.EffectLib. V balíčku
jsou implementovány některé vzorové efekty, včetně komiks efektu, který je popsán v pod-
kapitole 3.1, a efektu využívajícího XDoG, popsaného v podkapitole 3.1.
Modul EffectCameraFramework.UserEffects
Modul obsahuje třídy poskytující možnost vytvářet či modifikovat efekty za běhu aplikace.
• UserEffectManager - třída UserEffectManager poskytuje informace o uživatelem
vytvořených efektech.
• UserEffect - třída UserEffect reprezentuje uživatelem vytvořený efekt, obsahuje in-
formace o filtrech použitých v efektu. Také obsahuje informace proměnných, které
efekt může používat, tyto proměnné jsou přiřazovány parametrům filtrů efektu.
• FilterManager - třída FilterManager poskytuje informace o dostupných filtrech pro
vytváření efektů uživatelem.
• Filter - třída Filter reprezentuje jeden filtr, tyto filtry jsou používány ve třídě Use-
rEffect.
• FilterParameter - třída FilterParameter reprezentuje jeden parametr filtru, před
použitím filtru musí být každému jeho parametru přiřazena proměnná FilterVariable.
• FilterVariable - třída FilterVariable reprezentuje proměnnou UserEffectu, proměnná
je přiřazována parametrům filtů FilterParameter.
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Obrázek 4.1: První část diagramu tříd navrhovaného frameworku. Na diagramu je zná-
zorněna závislost jednotlivých efektů z balíčku EffectCameraFramework.Effects.EffectLib
na rozhraní Effetc, každý efekt implementuje toto rozhraní. Efekt používá libovolný počet
nastavitelných parametrů třídy Parameter. EffectManager poskytuje informace o všech do-
stupných efektech. Třída CameraPreview využívá EffectManager pro přístup k efektům
a zobrazuje náhled kamery. Třída Lib poskytuje knihovní funkce celému frameworku, pří-
padně i aplikaci. Třída EffectPreview je grafické komponenta zobrazující náhled efektu na
bitmapě.
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Obrázek 4.2: Druhá část diagramu tříd navrhovaného frameworku. Tato část popisuje ba-
líček EffectCameraFramework.UserEffects, který poskytuje možnosti pro tvorbu uživatelský
efektů za běhu aplikace. Třída UserEffect reprezentuje jeden uživatelský efekt. Efekt může
obsahovat libovolný počet filtrů typu Filter a proměnných typu FilterVariable. Každý filtr
obsahuje několik parametrů typu FilterParameter, který reprezentuje parametr filtru, aby
byl efekt funkční, musí být každému parametru filtru přiřazena proměnná. Informace o všech
uživatelských efektech poskytuje třída UserEffectManager. Třída FilterManager poskytuje
informace o dostupných filtrech při přidávání nových filtrů do efektu.
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Kapitola 5
Návrh aplikace využívající
framework
V první části této kapitoly je zhodnoceno několik existujících podobných aplikací. Jsou vy-
brány jejich přednosti a nedostatky. Tyto informace jsou využity v další části kapitoly, kde
se popsán koncepčním návrh samotné aplikace. Velice důležitou částí aplikace je grafické
uživatelské rozhraní, jeho návrhem se budeme zabývat na konci této kapitoly. Uživatelé
vyžadují a jsou zvyklí na jednoduché, přehledné a graficky pěkně povedené uživatelské
rozhraní. Pokud aplikace toto nebude splňovat, uživatel ji nebude používat, s ohledem na
velkou konkurenci podobných aplikací. Což bylo zohledněno při návrhu grafického uživatel-
ského rozhraní, návrh je podrobněji popsán v kapitole 5.3.
5.1 Analýza podobných aplikací
Aplikací na úpravu obrazu existuje velké množství s různými možnostmi a efekty. Pokusil
jsem se na několika vybraných najít pozitiva a negativa a tyto poznatky pak byly využité
při samotném návrhu aplikace. Na analýzu byly vybrány ty nejstahovanější aplikace na
Google Play, protože u nich byl předpoklad spokojenosti uživatele s aplikací.
Cartoon Camera
Tato aplikace je zdarma a má více než 10 milionů stažení. Aplikace obsahuje reklamní ban-
ner v blízkosti ovládacích tlačítek, což může způsobit nechtěné kliknutí na reklamu. Aplikace
obsahuje pouze jednu obrazovky 5.1. Obsahuje asi 5 efektů ve verzi zdarma a několik dalších
v placené verzi, která stojí 30 korun. Každý efekt má dva nastavitelné parametry, jeden
je barevnost a druhý tloušťka čar. Nepodporuje funkci načtení obrázku z galerie. Na mém
telefonu se nezobrazila správně ovládací tlačítka, takže není aplikace ani příjemně ovlada-
telná. Z nastavení poskytuje pouze možnost přepnutí kamery a zapnutí či vypnutí blesku.
Po vyfocení není možné efekt obrázku změnit.
Paper Camera
Tato aplikace stojí necelých 50 korun a má více než 1 milion stažení. Aplikace se skládá
pouze z jedné obrazovky viz 5.2 a má originální design. Aplikace nabízí 13 efektů. Ka-
ždý efekt má tři nastavitelné parametry, jeden je kontrast, druhý jas a třetí tloušťka čar.
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Obrázek 5.1: Jak je vidět obrazovka aplikace Cartoon Camera obsahuje reklamu v okolí
ovládacích tlačítek na pravé straně, další problém je, že se tlačítka překrývají, což je chyba
aplikace. Obrazovka obsahuje tlačítka pro pořízení fotografie, změnu efektu, změnu foto-
aparátu, vypnutí blesku, načtení obrázku z galerie, získání placené verze nebo informací
o aplikace. Při kliknutí na štětec (změna obrázku) je efekt přepnut na další, není možné
efekt přímo vybrat.
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Obrázek 5.2: Obrazovka aplikace Paper Camera má originální design. Obsahuje šipky na
přepnutí efektu na další a na předchozí. Dále obsahuje posuvníky pro nastavení parametrů
efektu a tlačítko pro vyfocení fotografie. Po kliknutí na zelené tlačítko se zobrazí systémová
galerie pro výběr fotografie.
Podporuje funkci načtení obrázku z galerie. Z nastavení poskytuje pouze možnost přepnutí
kamery a zapnutí či vypnutí blesku. Po vyfocení není možné efekt obrázku změnit.
Cameringo
Tato aplikace má dvě verze jednu zdarma bez reklamy, a placenou verzi přidávající další
efekty za 50 korun. Verze zdarma má přes milion stažení a placená verze přes deset tisíc.
Verze zdarma umožňuje pouze náhled fotoaparátu, ale neumožňuje fotit. Aplikace se skládá
pouze z jedné obrazovky 5.3, avšak nabízí spoustu ovládacích tlačítek a rozbalovacích menu.
Aplikace nabízí okolo sta efektů, z toho polovina je dostupná jen v placené verzi, některé
efekty jsou si velice podobné, lišící se jen například jasem nebo kontrastem. Efekty nemají
nastavitelné parametry. Aplikace podporuje funkci načtení obrázku z galerie. Cameringo
poskytuje obrovské možnosti nastavení, lze nastavit téměř vše, co mě napadá, včetně módu
blesku, zobrazení histogramu, zobrazení mřížky, časovače, módu makra a spousta dalších.
Snad jen kromě nastavení rozlišení náhledu fotografie. Po vyfocení není možné efekt obrázku
změnit.
Porovnání vlastností aplikací
Vlastnosti analyzovaných aplikací jsou přehledně znázorněny v tabulce 5.4. Aplikace Car-
toon Camera má několik nedostatků, nedostatky jsou přítomnost reklamy v blízkosti ovlá-
dacích tlačítek, nevyladěné GUI, málo efektů a pouze dva nastavitelné parametry obrazu
(tloušťka čar efektu a barevnost obrazu). Přesto je nejstahovanější z vybraných aplikací, což
je způsobeno pravděpodobně tím, že je zdarma. K dispozici jsou však i lépe propracované
aplikace zdarma. Úspěšnost aplikace Cartoon Camera může být způsobena lepší reklamní
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Obrázek 5.3: Obrazovka aplikace Cameringo obsahuje velké množství ovládacích prvků.
Pomocí zobrazených tlačítek je možné nastavit zobrazení histogramu, mřížky, horizontu
a dalších pomůcek nebo nastavovat vyvážení bílé, samospoušť, režim blesku, kvalitu foto-
grafie, stabilizátor obrazu či makro.
kampani oproti konkurenci nebo byla aplikace uvedena na trh se značným předstihem před
konkurencí.
Jako nejpropracovanější se jeví aplikace Cameringo, která má však zásadní nedostatek,
a to je nemožnost focení ve verzi zdarma. Aplikace neobsahuje nastavitelné parametry
efektů.
Hlavním nedostatkem aplikace Paper Camera je, že není zdarma ani zjednodušená verze.
Takže není možné si aplikaci zdarma vyzkoušet. Aplikace neobsahuje velké množství efektů
a nastavitelné parametry efektů jsou pouze tři a u každého efektu ty stejné. Dalším nedostat-
kem je nemožnost vytváření vlastních efektů. Tuto funkci nenabízí žádná z analyzovaných
aplikací.
5.2 Koncepční návrh aplikace
Při návrhu aplikace jsem vycházel z informací získaných při analýze podobných aplikací.
Aplikaci byla navrhována tak, aby obsahovala co nejvíce pozitivních vlastností a minimum
těch negativních. Z analýzy vyplívá, že žádná aplikace neumožňuje tvorbu vlastních efektů.
Tuto možnost se pokusím do mé aplikace zahrnout. Menší množství efektů nebude taková
nevýhoda díky možnosti vytvářet vlastní efekty. Další navrhovanou funkcí, kterou konku-
rence neumožňuje, je změna efektu obrázku po vyfocení.
V tomto odstavci jsou popsány požadované funkce navrhované aplikace, které jsou také
znázorněny v diagramu případů užití 5.5 z jazyka UML. Aplikace bude umožňovat po
pořízení fotografie s některým efektem následně tento efekt změnit. Také bude aplikace
umožňovat načíst již dříve pořízené fotografie z galerie a na načtený obrázek aplikovat
efekt, včetně nastavení parametrů efektu. Problém bude v tom, že při načtení fotografie, na
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Název aplikace Výhody Nevýhody
Cartoon Camera -verze zdarma -po vyfocení není možné efekt změnit
-nevyladěné GUI
-málo efektů
-málo parametrů efektů
-nemožnost vytvoření vlastního efektu
Paper Camera -originální GUI
-pěkné efekty
-po vyfocení není možné efekt změnit
-jen placená verze
-málo efektů
-málo parametrů efektů
-nemožnost vytvoření vlastního efektu
Cameringo -dokonalé GUI
-velké množství efektů
-po vyfocení není možné efekt změnit
-chybí parametry efektů
-nemožnost vytvoření vlastního efektu
-verze zdarma neumožňuje fotit
Obrázek 5.4: Porovnání vlastností podobných aplikací.
kterou již byl aplikován nějaký efekt, což aplikace nerozpozná, aplikace aplikuje efekt znovu,
což je nežádoucí. Aplikace bude umožňovat nastavovat parametry fotoaparátu. Uživatelsky
přívětivé a intuitivní by mělo být prohlížení dostupných efektů a nastavování aktivního
efektu, jak při focení tak při načtení obrázku z galerie. Také parametry efektu by měly
být jednoduše nastavitelné. Uživatel aplikace by měl vždy vědět co se děje, například při
aplikování náročného efektu na obrázek s velkým rozlišením, což nějaký čas může trvat,
o tom by měl být uživatel informován například progress barem.
Vytváření efektů nebude pravděpodobně jednoduché, protože se jedná o komplexní pro-
ces. Možnosti při vytváření jsou obrovské, prakticky jsou omezeny pouze dostupnými filtry,
kterých nám poskytuje knihovna OpenCV veliké množství. Takto komplexní problém ne-
bude jednoduché navrhnout a implementovat.
5.3 Návrh GUI aplikace
Grafické uživatelské rozhraní bylo navrhováno ve webovém prohlížeči v nástroji Creately1.
Creately je jednoduchý WISWIG grafický editor. Nástroj poskytuje komponenty uživatel-
ského rozhraní a pomocí drag&drop jsou umísťovány na pracovní plochu. Grafické uživatel-
ské rozhraní bylo navrženo tak, aby bylo podobné základním aplikacím pro focení systému
Android. Díky tomu by se měl uživatel rychle zorientovat v uživatelském rozhraní.
Před zobrazením hlavní obrazovky s náhledem kamery je na dvě sekundy zobrazena
úvodní obrazovka s ukázkou obrázků vytvořených v aplikaci a názvem aplikace.
Návrh obrazovky zobrazující náhled obrazu kamery s aktuálním efektem je znázorněn
na obrázku 5.6. Tato obrazovka bude mít přes co největší plochu displeje umístěnu kom-
ponentu CameraPreview. Která zajišťuje zobrazení samotného náhledu kamery s efektem,
které by mělo být co největší, aby bylo focení co nejpříjemnější. Dále bude obsahovat tla-
čítka na pořízení fotografie, změnu aktuálního efektu kamery, změnu parametrů aktuálního
efektu, načtení fotografie z galerie a tlačítko zobrazující obrazovku s nastavením parametrů
fotoaparátu.
1Oficiální stránky nástroje pro návrh GUI Creately: http://creately.com/
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Obrázek 5.5: Případy užití navrhované aplikace
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Obrázek 5.6: Návrh rozložení ovládacích prvků hlavní obrazovky aplikace
Stisknutím tlačítka pro pořízení fotografie se zobrazí náhled fotografie s efektem, který
byl aktivní při pořízení fotografie. Návrh této obrazovky je znázorněn na obrázku 5.7. Při
tomto náhledu bude možné efekt případně jeho parametry změnit anebo fotografii uložit.
Při stisku tlačítka pro změnu aktuálního efektu je zobrazen seznam dostupných efektů
včetně vypnutí efektu pro náhled originálního obrazu kamery. Mezi dostupnými efekty se
budou zobrazovat i uživatelem vytvořené efekty a také tlačítko pro vstup do sekce vytváření
a modifikace uživatelských efektů.
Při stisku tlačítka pro změnu parametrů efektu se zobrazí seznam dostupných nasta-
vitelných parametrů aktuálně aktivního efektu. Pokud aktuální efekt nemá specifikované
nastavitelné parametry, je pouze zobrazena zpráva s touto informací.
Tlačítko nastavení zobrazí okno s nastavením kamery, které umožňuje nastavit rozlišení
fotografie, rozlišení náhledu, změnu režimu blesku a změnit fotoaparát. Změnit rozlišení
náhledu může být užitečné u výpočetně náročných efektů, při snížení rozlišení náhledu
klesá výpočetní náročnost a počet zobrazených snímku za sekundu roste.
Obrazovka pro vytváření a modifikaci uživatelských efektů bude obsahovat seznam uži-
vatelských efektů s tlačítkem pro jejich smazání a tlačítko pro vytvoření nového efektu. Při
kliknutí na efekt nebo na tlačítko pro vytvoření nového efektu se zobrazí obrazovka detailu
efektu. Na této obrazovce je možné efekt přejmenovat a nastavovat jeho filtry. Tyto obra-
zovky jsem graficky nenavrhoval, neboť obsahují malé množství jednoduchých ovládacích
prvků.
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Obrázek 5.7: Návrh rozložení ovládacích prvků obrazovky pro změnu efektu obrázku
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Kapitola 6
Implementace frameworku pro
úpravu obrazu z kamery
Framework je kompletně implementován v objektově orientovaném jazyce Java a využívá
knihovnu OpenCV. Framework jsem vyvíjel v prostředí Eclipse. Tato kapitola popisuje
řešení implementačních problémů. Implementaci triviálních tříd není popisována, dostaču-
jící by mělo být nahlédnutí do diagramu tříd 4.1 a 4.2.
Ve frameworku je naimplementováno několik vzorových efektů, implementace těch jed-
nodušších byla triviální, jednalo se pouze o použití filtru knihovny OpenCV v metodě efektu
apply. Efekty obsahující nastavitelné parametry jsou implementačně náročnější, příklad im-
plementace efektu je popsán v sekci 6.3.
Třída EffectManager je implementačně jednoduchá, jedná se pouze o seznam efektů
a jednu proměnnou obsahující aktivní efekt. Přes seznam efektů mohou být efekty přidávány,
modifikovány či mazány. Aktivní efekt je aplikován na náhled kamery. Aktivní efekt nemusí
být efektem ze seznamu EffectManageru, ale třeba efektem z UserEffectManageru.
6.1 Implementace třídy pro správu uživatelských efektů
Třída UserEffectManager obsahuje pouze seznam uživatelských efektů. Třída umožňuje
persistentní uložení seznamu efektů zavoláním metody save nebo load. Při ukončení aplikace
je seznam uložen a při opětovném spuštění načten. Persistentní uložení probíhá tak, že
je seznam uživatelských efektů serializován a uložen do binárního souboru do zařízení.
Načítání naopak soubor přečte a obsah deserializuje. Serializace je převod libovolně složitého
strukturovaného objektu do sériové, jednorozměrné podoby. Aby byl objekt serializovatelný,
musí obsahovat pouze serializovatelné proměnné. Serializovatelná proměnná je například
číslo, textový řetězec nebo instance serializovatelné třídy.
6.2 Implementace třídy pro správu filtrů
Při implementaci třídy pro správu filtrů FilterManager byl využit návrhový vzor Singleton.
Což zajišťuje existenci pouze jedné instance třídy FilterManager, přítomnost více instancí
by neměla smysl. Není možné vytvořit další instance, protože konstruktor je privátní. K in-
stanci se přistupuje přes statickou veřejnou metodu getInstance, při prvním volání této
metody je uvnitř funkce volán privátní konstruktor, který zajistí vytvoření jedináčka.
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Dále byla při implementaci využita schopnost reflexe v jazyce Java. Reflexi v jazyce Java
zajišťuje Java Reflection API. Díky reflexi je možné za běhu aplikace získávat informace
o třídách, jejich proměnných a metodách. Konstruktor FilterManageru zajišťuje načtení
všech metod třídy opencv.Imgproc, která obsahuje filtry knihovny OpenCV a všechny me-
tody třídy opencv.Core, která obsahuje základní funkce pro práci s maticemi reprezentující
obraz. FilterManager ke každé takovéto metodě vytvoří objekt typu Filter. Třída obsa-
huje metodu pro přístup k seznamu filtrů, díky tomu programátor může dostupné filtry
rozšiřovat či modifikovat.
6.3 Implementace efektu s nastavitelnými parametry
Při implementaci efektu používající nastavitelné parametry je nutné v konstruktoru efektu
vytvořit pole proměnných typu Parameter a pole naplnit objekty stejného typu. Konstruk-
toru třídy Parameter je předán název parametru a hodnoty typu double minimální, maxi-
mální a počáteční hodnota.
V metodě apply efektu je následně možné parametry použít. Je možné načíst parametr
z pole parametrů a zavolat na parametr metodu getValue, která vrátí aktuální hodnotu
parametry typu double. Poté je možné proměnnou jakkoliv modifikovat a předat například
do Canny filtru knihovny OpenCV jako threshold.
Hodnota proměnné je vždy typu double ale je možné ji jakkoliv přetypovat. Parametr se
dá použít například i pro typ boolean, v konstruktoru parametru bude nastaveno minimum
na 0, maximum na 2 a počáteční hodnota na 0 pro false nebo 1 pro true. V metodě apply
je nutné parametr správně přetypovat, v tomto případě je použita podmínka, pokud je
aktuální hodnota menší než 1 je parametr false, jinak je true.
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Kapitola 7
Implementace aplikace využívající
framework
Pro tvorbu referenční aplikaci jsem použil vývojové prostředí Android Developer Tools od
společnosti Google postavené nad Eclipse. Aplikace je programována v jazyce Java, grafické
layouty obrazovek jsou popisovány pomocí XML souborů. ADT obsahuje WISWIG nástroj
pro intuitivní editaci layoutů.
Způsob importování framewroku do Eclipse je popsán v dokumentaci přiložené na elek-
tronickém nosiči.
Výběr fotografie z galerie bude probíhat přes systémovou galerii, kterou Android pře
API umožňuje využít. Efekt pořízené fotografie je možné měnit díky tomu, že fotografie
je pořízena bez efektu a pouze před zobrazením je efekt aplikován. Při změně efektu je na
původní data obrázku pouze aplikován jiný efekt.
Aplikace používá OpenCV manager, který musí být v aplikaci při spuštění aplikace
nainstalován nebo aplikace při prvním spuštění požádá o jeho stažení. Další možností bylo
připojit do APK souboru nativní knihovny OpenCV, ale velikost aplikace vzrostla z 1.4 MB
na 27.5 MB, proto jsem se rozhodl využít možnosti OpenCV manageru.
7.1 Implementace efektů pro úpravu obrazu
Při implementaci efektů je nutné se zabývat výpočetní náročností efektu, aby byl v aplikaci
použitelný. Při implementaci efektů 3.1 a 3.1 nebyly některé výpočetně náročné operace
s malým vlivem na výsledný obraz implementoval z důvodů plynulosti náhledu kamery.
Pro vytvoření nového efektu je dostačující pouze vytvořit třídu implementující rozhraní
Effect. Rozhraní obsahuje abstraktní metodu apply, která jako parametr dostává instanci
opencv.core.Mat a vrací objekt stejné třídy. Tuto třídu je třeba v efektu implementovat,
v této metodě je prováděn samotný efekt. V této metodě je možné napsat jakýkoli Java
kód včetně využití filtrů z knihovny OpneCV nebo i volat funkce napsané v nativním kódu.
Filtry knihovny OpenCV jsou popsány v kapitole 3.2. Dále je nutné zaregistrovat nový
efekt do Třídy EffectManager, který má přehled o všech efektech, poskytuje GUI informace
o efektech a nastavuje kameře aktivní efekt.
Vytvářený efekt také může obsahovat nastavitelné parametry, které bude moci uživatel
aplikace za běhu nastavovat a ovlivňovat tak konstanty filtrů efektu např. seek barem. Na-
stavitelný parametr reprezentuje třída Parameter, jejímu konstruktoru je třeba předat ná-
zev parametru, maximální a minimální hodnotu, kterou bude parametr vracet, dále je také
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Obrázek 7.1: Původní obrázek před apli-
kováním filtrů
Obrázek 7.2: Obrázek po aplikování
canny filtru pro detekci hran
Obrázek 7.3: Obrázek po rozmazání hran
Obrázek 7.4: Obrázek po prahování roz-
mazaných hran
konstruktoru předána defaultní hodnota parametru. Všechny hodnoty jsou typu double,
parametr se však dá použít pro nastavení jiných datových typů. Stačí v efektu správně
hodnotu typu double přetypovat.
Implementace komiks efektu
Zde je popsán způsob implementace komiksovéhé efektu 3.7. Odstranění šumu z obrazu
bylo při implementaci vynecháno, protože mělo na výsledný obraz minimální vliv a bylo
výpočetně náročné. Jednotlivé kroky aplikace efektu jsou znázorněny na obrázcích. První
obrázek 7.1 znázorňuje originál, na kterém je filtr demonstrován. Nejprve je použit canny
filtr na detekci hran, což je vidět na druhém obrázku 7.2. Výstup canny filtru je černý obraz
pouze s bílými hranami o tloušťce jeden pixel, obraz je monochromatický. V případě po-
třeby je možné hrany rozšířit například použitím filtru rozmazání (blur), který hrany rozšíří,
avšak ztratí na ostrosti, jak je vidět na třetím obrázku 7.3. Proto je třeba následně použít
filtr prahování s hodnotou prahu blízké nule, který opět vytvoří monochromatický obraz se
širšími hranami viz 7.4. Odfiltrování hran s malými rozměry nebylo implementováno kvůli
vysoké výpočetní náročnosti. Následně je na původní obraz aplikován filtr (median blur),
který vytvoří v obraze oblasti s podobnou barvou viz 7.5. Poté je od takto rozmazaného
obrazu odečten obraz s rozšířenými hranami, takže v rozmazaném obraze vzniknou černé
okraje. Protože při odečítání bílých hran od obrazu vzniknou černé hrany. Při odečítání
černé, což je v RGB hexadecimálním tvaru #000000, se původní obraz nezmění a při ode-
čítání bílé, což je #FFFFFF v RGB hexadecimálním tvaru, vznikne z jakékoli barvy černá.
Výsledek efektu je vidět na obrázku 7.6.
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Obrázek 7.5: Obrázek po aplikování filtru
median blur pro rozmazání barev
Obrázek 7.6: Obrázek znázorňující výsle-
dek efektu
Obrázek 7.7: Obrázek převeden na
stupně šedi
Obrázek 7.8: Obrázek rozmazán filtrem
blur s menším rozměrem konvolučního já-
dra
Implementace efektu založeném na Extended difference of gaussians blurs
Zde je popsán způsob implementace efektu 3.1 využívajícího XDoG. Nejprve je obraz pře-
veden na stupně šedi viz 7.7. Poté je černobílý obraz dvakrát rozmazán filtrem (gausian
blur), jednou s menším 7.8 a po druhé s větším 7.9 konvolučním jádrem. Od obrazu rozmaza-
ného větším konvolučním jádrem je odečten obraz rozmazaný menším konvolučním jádrem,
čímž vznikne obraz s hranami obrazu 7.10. Takto vzniklý obraz je vynásoben konstantou
a přičten k původnímu obrazu 7.11. Nakonec je obraz prahován na monochromatický 7.12.
7.2 Grafické uživatelské rozhraní aplikace pro úpravu obrazu
Vytvoření GUI Android aplikace není jednoduchý proces. GUI se musí zobrazit korektně
na různých velikostech displeje a rozlišeních. Aby aplikace byla použitelná na velkých i ma-
lých zařízeních, byly rozměry grafických prvků definovány jednotkou dp, která reprezentuje
pixel, který je závislý na hustotě pixelů zařízení. Takže grafický prvek vypadá podobně na
zařízeních se stejnou velikostí displeje ale s různým rozlišením. Velikosti textů jsou defino-
vání jednotkou sp, které je závislá na nastavení velikosti textu prostředí.
Grafické uživatelské rozhraní aplikace bude fixně orientováno naležato. Následují nímky
implementovaných obrazovek s informacemi v popisu obrázků viz 7.13, 7.14, 7.15, 7.16,
7.17, 7.18, 7.19, 7.20, 7.21, 7.22, 7.23, 7.24, 7.25 a 7.26.
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Obrázek 7.9: Obrázek rozmazán filtrem
blur s větším rozměrem konvolučního já-
dra
Obrázek 7.10: Obrázek znázorňující vý-
stup po odečtení dvou rozmazaných ob-
razů
Obrázek 7.11: Obrázek po přičtení dete-
kovaných hran k originálnímu obrazu
Obrázek 7.12: Obrázek po prahování,
znázorňuje výsledek efektu
Obrázek 7.13: Implementovaná úvodní
obrazovka prezentující aplikaci
Obrázek 7.14: Implementovaná hlavní
obrazovka aplikace s náhledem kamery
Obrázek 7.15: Hlavní obrazovka apli-
kace se zobrazeným menu s nastavením
a druhé menu s výběrem efektu
Obrázek 7.16: Hlavní obrazovka apli-
kace se zobrazeným menu s nastavením
a s druhým menu s nastavitelnými para-
metry efektu
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Obrázek 7.17: Obrazovka aplikace pro
změnu efektu obrázku se zobrazeným vý-
běrem efektu
Obrázek 7.18: Obrazovka aplikace pro
změnu efektu obrázku s ovládacími prvky
pro nastavení parametrů efektu
Obrázek 7.19: Obrazovka aplikace pro
prohlížení a vytváření nových uživatel-
ských efektů
Obrázek 7.20: Obrazovka aplikace pro
prohlížení, přesouvání, mazání a vy-
tváření nových filtrů uživatelského efektu
Obrázek 7.21: Obrazovka aplikace pro
prohlížení, přesouvání, mazání a vy-
tváření nových filtrů uživatelského efektu
po kliknutí na tlačítko pro přidání filtru
Obrázek 7.22: Obrazovka aplikace pro
prohlížení, přesouvání, mazání a vy-
tváření nových filtrů uživatelského efektu
po kliknutí na tlačítko pro přidání filtru
a po rozbalení menu pro výběr filtru
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Obrázek 7.23: Obrazovka aplikace pro
přiřazení proměnných efektu k parame-
trů filtru
Obrázek 7.24: Obrazovka aplikace pro
prohlížení, mazání a vytváření nových
proměnných uživatelského efektu
Obrázek 7.25: Obrazovka aplikace pro
prohlížení, mazání a vytváření nových
proměnných uživatelského efektu po klik-
nutí na tlačítko pro změnu datového typu
proměnné
Obrázek 7.26: Obrazovka aplikace pro
prohlížení, mazání a vytváření nových
proměnných uživatelského efektu po klik-
nutí na tlačítko pro změnu jména a hod-
noty typu proměnné
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Kapitola 8
Testování a vyhodnocení aplikace
V této kapitole je popsáno testování funkčnosti a uživatelského rozhraní vytvořené apli-
kace. V další části kapitoly je vysvětleno, jak byla aplikace vložena do obchodu Google
Play a následně je vytvořená aplikace zhodnocena vzhledem ke stanoveným požadavkům
a existujícím aplikacím.
8.1 Testování a ladění aplikace pro úpravu obrazu
Při vývoji bylo k rychlému testování aplikace použito fyzické zařízení mobilní telefon Sony
Xperia Z s operačním systémem Android verze 4.3. Emulovaná zařízení jsou pomalejší a jsou
méně vhodná k rychlému testování.
Funkčnost na minimální podporované verze Android 2.3 byla ověřena na fyzickém zaří-
zení Vodafone Smart II, které má právě Android 2.3. Nebyly zjištěny problémy.
Emulovaná zařízení jsem použil při testování aplikace na různém hardware, který nemám
k dispozici ve formě fyzického zařízení. Vzhled výsledné aplikace jsem testoval na tabletu,
což je vidět na obrázku 8.1 a 8.2 nebo na zařízení s malým displejem o úhlopříčce 3,2 palce
a rozlišením 320x480 viz 8.3 a 8.4.
Alfa testování aplikace
Před samotným alfa testováním byl vytvořen scénář několika úkonů s aplikací. Při testo-
vání byl účastníkovi předán scénář. Testování se účastnil programátor a nijak do testování
Obrázek 8.1: Vzhled hlavní obrazovky na
displeji desetipalcového tabletu
Obrázek 8.2: Vzhled obrazovky na změnu
efektu obrázku na displeji desetipalco-
vého tabletu
39
Obrázek 8.3: Vzhled hlavní obrazovky na
malém displeji
Obrázek 8.4: Vzhled obrazovky na změnu
efektu obrázku na malém displeji
nezasahoval, pouze v případě, že si testovaná osoba nevěděla rady. Programátor pouze po-
zoroval, jak účastník plní úkoly scénáře. Alfa testování bylo provedeno na několika osobách
s různými zkušenostmi s mobilními aplikacemi. Scénář pro alfa testování:
1. Spusťte aplikaci Open Effect Camera.
2. Nastavte nějaký efekt na obraz.
3. Změňte parametry efektu.
4. Vyfoťte fotografii.
5. Změňte efekt fotografie a uložte ji.
6. Vraťte se na hlavní obrazovku a změňte rozlišení náhledu obrazu.
7. Načtěte nějaký obrázek z galerie a použijte na něj efekt včetně nastavení parametrů
efektu.
8. Spusťte správce uživatelských efektů a vytvořte nový efekt.
9. Nový efekt přejmenujte a vytvořte efektu proměnnou typu double.
10. Nastavte nové proměnné hodnotu 150.
11. V efektu vytvořte Canny filtr a nastavte mu vstupní matici IN, výstupní OUT a oba
thresholdy na vytvořenou proměnnou.
Z alfa testů vyplynulo, že základní úkony, jako nastavení efektu, změna jeho parame-
trů, focení, nastavení vlastností fotoaparátu či otevření obrázku z galerie není složitý úkon
a uživatelé jej zvládají. Uživatel provede sice několik nadbytečných kliknutí, ale po krátkém
prozkoumání aplikace už mu provádění základních úkonů nedělá problém.
Úkony spojené s vytvářením filtrů jsou pro uživatele značně obtížnější. Spuštění správce
uživatelských efektů či vytvoření nového efektu uživatelé zvládali. Nastavení filtrů a pro-
měnných efektů byl pro méně zkušené uživatele veliký problém a bez pomoci programátora
tyto úkony nezvládli. Uživatelé se zkušenostmi s počítačovou grafikou po prozkoumání ob-
razovek a možností aplikace zvládly efekt vytvořit.
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Obrázek 8.5: QR kód pro stažení aplikace Open Effect Camera
Beta testování aplikace
Beta testování je zajištěno službou Google Play. Uživatelé aplikace mohou aplikaci ohod-
notit a popsat, co se jim nelíbí nebo nefunguje. Při selhání aplikace je uživateli nabídnuta
možnost poslat vývojáři informace o selhání aplikace.
Zatím byl v aplikaci zjištěn problémy, že u některých zařízení jsou v nabídce podporova-
ných rozlišení fotografie i taková rozlišení, která způsobí problém. Při focení je obraz fotky
deformovaný. Pravděpodobně se jedná o problém operačního systému Android, protože
podporovaná rozlišení jsou získávána ze systémových API.
8.2 Publikace aplikace a srovnání s podobnými aplikacemi
Aplikaci jsem pojmenoval Open Effect Camera, protože je založena na knihovně OpeCV
a je dostupná jako open source. Aplikace je dostupná v Google Play na adrese1 a QR kód
pro stažení je na obrázku 8.5.
Propagovat aplikaci je náročný proces, aplikací je mnoho a přesvědčit uživatele, aby
používali právě tuto, není jednoduché. Po vložení aplikace do Google Play není aplikaci
lehké najít i v případě, když hledáme přesně tu moji. Při vyhledávání přesného názvu
aplikace byla aplikace až na přibližně stém místě. Vyhledávání Google Play pravděpodobně
silně preferuje počet stažení aplikace. Aplikaci jsem propagoval pouze mezi přáteli.
V tomto odstavci stručně zhodnotím vytvořenou aplikaci a porovnám ji s podobnými
aplikacemi. V porovnání s podobnou aplikací Cartoon Camera 5.1 má vytvořená aplikace
čistší design a je lépe přizpůsobená různým zařízením. GUI Cartoon camery se nezobra-
zilo dobře na telefonu Sony Xperia Z, což je běžný pěti palcový telefon s rozlišením full
HD. Počet efektů je srovnatelný, ale moje aplikace poskytuje možnost vytvoření vlastního
efektu, což žádná zkoumaná aplikace neumožňovala. Také nastavení parametrů efektů bylo
v aplikaci Cartoon Camera velice omezené. Aplikace Paper Camera 5.1 má originální GUI
a zajímavé efekty, ale aplikace není zdarma a nastavení parametrů efektů je značně zjed-
nodušené. Aplikace Cameringo 5.1 je velice povedená a propracovaná aplikace. Má lépe
propracované GUI a výchozí efekty než moje aplikace. Zásadním nedostatkem aplikace je
nemožnost focení ve verzi zdarma, nemožnost nastavování parametrů efektů a vytváření
vlastních efektů což moje aplikace umožňuje. Vlastnosti porovnávaných aplikací jsou po-
1Adresa aplikace na Google Play: https://play.google.com/store/apps/details?id=net.
belehradek.openeffectcamera
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drobněji popsány v kapitole Analýza podobných aplikací 5.1. Mnou vytvořená aplikace má
průměrné GUI jak po stránce přehlednosti, tak po grafické stránce. Výhodou aplikace je,
že je zdarma. Hlavní výhodou oproti konkurenci je možnost vytváření vlastních efektů.
Vytváření vlastních efektů však není příliš uživatelsky přívětivé. Další výhodou oproti kon-
kurenci je možnost změny efektu po vyfocení fotografie, toto žádná z analyzovaných aplikací
neumožňovala.
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Kapitola 9
Závěr
Ve své práci jsem se zabýval tvorbou aplikace na operační systém Android pro úpravu
obrazu z kamery.
Pro potřeby návrhu aplikace jsem prostudoval architekturu, možnosti vývoje a možnosti
zpracování obrazu na platformě Android. Zjištěné poznatky jsou uvedeny v kapitole 2.
Dále jsem prozkoumal možnosti úpravy obrazu, jak obecně, tak i konkrétně na platformě
Android. Možnosti zpracování obrazu jsou popsány v kapitole 3. Také jsem zkoumal, jaké
efekty existují. Vybrané efekty jsou v aplikaci implementovány.
Tvorba aplikace byla rozdělena na dvě části. Jednou částí je framework usnadňující
tvorbu aplikací na platformu Android pro úpravu obrazu. A druhou částí je samotná apli-
kace využívající vytvořený framework. Návrh frameworku je popsán v kapitole 4, framework
je založený na knihovně OpenCV. Návrh byl prováděn s ohledem na obecnost a rozšířitel-
nost frameworku o nové efekty pro úpravu obrazu. Implementace frameworku je popsána
v kapitole 6. K frameworku byla vytvořena také dokumentace popisující strukturu fra-
meworku a obsahující návod na tvorbu nových efektů. Framework je dostupný jako open
source a každý si může framework upravit podle svých potřeb a použít.
Při návrhu aplikace byly zohledněny poznatky, zjištěné při analýze podobných aplikací.
Navíc oproti analyzovaným aplikacím byla do aplikace přidána funkce tvorby uživatelských
efektů za běhu aplikace, kterou žádná z analyzovaných aplikací neumožňovala. Tvorba uži-
vatelských efektů za běhu aplikace byla navržena tak, aby možnosti při tvorbě efektů byly
co největší. Proto vytváření efektů není úplně jednoduché. Běžný uživatel má s tvorbou
efektů problémy. Zkušenější uživatel však vytvořit efekt, po krátkém seznámení s aplikací,
zvládne, což vyplynulo z alfa testování aplikace. Návrh aplikace je zdokumentován v kapi-
tole 5 a implementace aplikace je popsána v kapitole 7.
Výsledná aplikace byla porovnána s podobnými existujícími aplikacemi v kapitole 8.
Ve srovnání s konkurencí vytvořená aplikace obsahuje unikátní funkci tvorby efektů, kte-
rou žádná z aplikací nenabízela. Pro demonstraci aplikace byl vytvořen plakát B. Plakát
obsahuje několik snímků obrazovek aplikace znázorňující její možnosti a funkce.
V budoucnu chci do aplikace doplnit několik dalších efektů. Vytváření uživatelských
efektů není úplně jednoduché a intuitivní, proto ho chci nějakým způsobem zjednodu-
šit. Z ohledem na komplexnost vytváření efektů to však nebude jednoduché, aby nedošlo
k omezení možností při vytváření efektů. Bylo by například možné pouze vybírat filtry
a nenastavovat jejich pořadí či propojení vstupů a výstupů. Tímto zjednodušením by se
značně zredukovaly možnosti při vytváření efektů.
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Dodatek A
Obsah elektronického nosiče
Struktura elektronického nosiče:
• /technicka zprava-src
zdrojové soubory technické zprávy
• /src
drojové soubory frameworku a Android aplikace OpenEffectCamera
• /dokumentace.pdf
dokumantace vytvořeného frameworku včetně návodu k použití
• /OpenEffectCamera.apk
instalační soubor pro systém Android vytvořené aplikace OpenEffectCamera
• /plakat.pdf
plakát demonstrující aplikaci
• /technicka zprava.pdf
technická zpráva ve formátu PDF
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Dodatek B
Plakát
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