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Abstract 
Domain-Specific Modeling has been widely and successfully used in software system modeling of specific areas. 
Domain-Specific Metamodeling Language (DSMML) defined by informal method cannot strictly represent its 
structural semantics, so its properties such as consistency cannot be systematically and precisely verified. In response, 
the paper proposes a formal representation of the structural semantics of DSMML named XMML. We illustrate our 
approach by formalization of refinement relationship of XMML based on first-order logic. Based on this, the 
approach of consistency verification of metamodels built based on XMML is presented. 
Keywords:  Domain-Specific Metamodeling Language (DSMML);XMML;structural semantics; refinement; consistency 
1. Introduction 
As a metamodeling language for DSM [1], DSMML plays an important role in system modeling of 
specific domains.Semantics of DSMML can be divided into structural semantics [2] and behavioral 
semantics. The former describes static semantic constraints between metamodeling elements, focusing on 
the static structural properties; the latter concerns execution semantics of domain metamodels, focusing 
on the dynamic behavior of the metamodels. This paper only studies structural semantics of DSMML. 
There are several problems that have not been solved well for DSMML, which include precise formal 
representation of its semantics, approach of properties verification of domain metamodels based on 
formalization, and automatic mapping from metamodels to corresponding formal semantic domain. 
The paper proposes a formal representation of the structural semantics of DSMML named XMML 
designed by us based on first-order logic, based on this, the approach of consistency verification of 
metamodels is presented. 
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2. Related Works 
Within the domain-specific language community, graph-theoretic formalisms have received the most 
research attention [3]. The majority of work focuses on model transformations based on graph, but 
analysis and validation of properties of models has not received the same attention. For example, Z[4] or 
B[5] formalization of UML could be a vehicle for studying rich syntax, but automated analysis and 
verification is less likely to be found. 
There are much typical work on formalization of modeling language, such as Andre’s formalization 
and verification of UML class diagram based on ADT [6], Malcolm Shroff’s formalization and 
verification of UML class diagram based on Z [7], Paige’s formalization of BON based on PVS [8] and 
Jackson.E.K’s formalization of DSML based on Horn logic [9] and so on. Without considering 
formalization of metamodeling language and automatic translation from metamodels to the corresponding 
formal semantic domain, these approaches have lower level of automated analysis and verification. 
3. Formalization of XMML Based on First-order Logic 
3.1. Abstract Syntax of XMML 
Metamodeling element of XMML is divided into two types: entity type and association type, the 
former is used to describe modeling entities in domain metamodel and the latter concerns relationships 
between modeling entities [10]. Metamodeling element of entity type consists of four types such as model 
type, entity type, reference entity type and relationship type. Metamodeling element of association type 
includes the following five types: role assignment association, model containment relationship, entity  
containment relationship, reference relationship and refinement relationship. The structural semantics of 
XMML will be formalized based on the above nine types of metamodeling elements. 
3.2. A Formal Definition of XMML 
XMML can be regarded as composition of the following five parts: a set of predicate symbols SXMML 
denoting corresponding metamodeling elements, an extended set of predicate symbols SXMMLc used to 
derive properties, a set of closed first-order logic formulas FXMML denoting constraints over all metamodels, 
a set of constants OXMML denoting public properties, a set of terms symbols Ω XMML denoting modeling 
elements used to build metamodel. Among them, SXMMLc and OXMML may be empty, FXMML is defined by 
first-order logic implication formulas based on SXMML, SXMMLc and OXMML.  
Definition 1 (XMML). XMML LXMML is a 5-tuple of the form <SXMML, SXMMLc, Ω XMML, OXMML, FXMML> 
consisting of SXMML, SXMMLc, OXMML,FXMML andΩ XMML. 
SXMML andSXMMLc as a group of predicate symbols, OXMML as a group of constant symbols, and FXMML as 
a group of constraint axioms are all added to first-order logic formalized system called predicate calculus Q 
[11][12] to form formalized system of XMML called TXMML based on predicate calculus Q.  
For each Model, a unary predicate ( )Model x is defined to denote meta-type of modeling element x is 
Model, i.e. Model(x)∈SXMML. Similarly, we can derive Entity(x)∈SXMML, RefEntity(x)∈SXMML,
Relationship(x)∈SXMML. 
3.3. Formalization of Refinement Relationship 
For each refinement relationship (denoted refinement) from modeling element of entity type x to model 
type y, a binary predicate  is defined to represent that element x points to element y by ( , )Refinement x y
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refinement edge, i.e. Refinement(x,y)∈SXMML. In the metamodel shown in Fig 1, the edge 
Refinement(Component, SoftwareArchitecture) built by modeling element of entity type Component 
pointing to its refined model SoftwareArchitecture is a legal binary predicate symbol of refinement meta-
type. As can be seen from Fig 2, there exist the following several constraint rules. 
1) Type Constraint: refinement edge must start from modeling element of entity type and end with 
modeling element of model type. This can be expressed as an implication formula named Refine1 in the 
form of , . ( , ) ) ( )(x y Refinement x y Enti ∧ty x
) (
Model y∀ → .
2) Uniqueness Constraint: the same modeling element of entity type cannot point to two or more refined 
models, otherwise ambiguity will be produced. For example, the metamodel in Fig 6 is illegal because the 
modeling element Component points to two different refined models SoftwareArchitectureA and 
SoftwareArchitectureB. We can express this as an implication formula named Refine2 in the form 
of ), , . ( , ) ( ,x y z Refinement x y Refinement x z y z∀ ∧ → = .
3) Identity Constraint: the refined model that the modeling element of entity type points to and the 
model in which it is contained are identical to build multi-layer model structure using recursive 
relationship. For example, in Fig 7, the refined model SoftwareArchitectureB of Component and the 
model SoftwareArchitectureA containing it are different, so multi-layer model structure cannot be built 
based on it. This can be expressed as an implication formula named Refine3 in the form 
of ( ), , . ( , ) ( , )x y z Refinement x y Containment x z y z∀ ∧ → = . In formula Refine3, ( , )C  is a binary predicate 
denoting model containment relationship in which modeling element of entity type x is contained in 
model type y. 
ontainment x y
4) Self-refinement Constraint: the same modeling element of entity type cannot point to itself by 
refinement edge. For example, self-refinement of Component in Fig 3 is not allowed. We can express this 
as a predicate formula named Refine4 in the form of , ). (x Refinement x x∀ ¬ . 
5) Refinement Loop Constraint: the refinement loop formed between two modeling elements is not 
allowed because it expresses a contradictory and meaningless modeling intent. For example, refinement 
loop formed by Component and SoftwareArchitecture pointing to each other in Fig 4 is illegal. This can 
be expressed as an implication formula named Refine5 in the form 
of , . ( , ) ( ) ( , )x y Refinement x y x y Refi≠ ¬ nem→
, )y z
,x y∀
ent y x∀ ∧ . 
6) Refinement Path Constraint: To maintain well-formedness and reduce the complexity, we require that 
only one layer of refinement path between two entities is legal and two or more layers of refinement path 
are prohibited. For example, two layers of refinement path formed by ComponentA pointing to 
SoftwareArchitecture and SoftwareArchitecture pointing to ComponentB in Fig 5 is not allowed. Assume 
that two layers of refinement path formed by x pointing to y and y pointing to z is denoted as 
( , , ) , i.e. CXMMLR ∈S , ( , , )  can be defined by refinement as an 
implication formula in the form of , 
RefinePath x y z ( ,efinePath x
, .zRefinem
RefinePath x y z
( , ) (ent x y Refinement y∧ , ) ( ) ( ) ( ) ( , , )z x y y z x z RefinePath x y z∧ ≠ ∧ ≠ ∧ ≠ →
so we can express this constraint as a predicate formula named Refine6 in the form of 
, , . ( , , )x y z Refine∀ ¬ Path x y z . 
Any modeling element belongs to one and only one meta-type, on the other hand, according to the 
Refine1, both ends connected by refinement edge belong to different meta-type, therefore from the 
perspective the semantics of first-order logic, we can prove the semantic implication from Refine1 to 
Refine4, Refine5 and Refine6. 
Theorem 1 (Semantic implication of refinement constraint). Formula Refine1 can semantically entail 
formula Refine4, Refine5 and Refine6, i.e. Refine1╞Refine4, Refine1╞Refine5 and Refine1╞Refine6. 
Now formula set of refinement constraints contains only Refine1, Refine2 and Refine3, are there 
semantic implication relationships among them? We find that Refine2 can be derived by identity of 
refinement named Refine3 and uniqueness of the models in which the same modeling element of entity 
type is contained named cont5. In Fig 9, the modeling element x points to two different refined models R1
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and R2 by two different refinement edges and the model M that can contain x is unique by cont5, thus by 
Refine3 R1 and M are the same modeling element of model type, i.e. R1=M, similarly, R2 and M are the 
same modeling element of model type, i.e. R2=M, so R1= R2. 
          
Fig. 1. an example of metamodel                           Fig. 2. refinement                            Fig. 3. self- refinement 
                                               
Fig. 4. refinement loop                          Fig. 5. refinement path of two layers                   Fig. 6. refinement ambiguity 
                       
Fig. 7. refined and containing model                       Fig. 8. violating Refine1                   Fig. 9. Refine3 and Con5 deriving Refine2
Theorem 2 (Semantic non-implication of refinement constraint). Formula Refine1 cannot semantically 
entail formula Refine3, otherwise the same, i.e. Refine1|≠Refine3 and Refine3|≠Refine1. 
So the formula subset of refinement constraints named RefinementSet is comprised of Refine1 and
Refine3, i.e.  RefinementSet = {Refine1, Refine3}. 
3.4. Formalization of Other Meta-type of Association Type 
By formalizing other meta-type of association type in the same way, we can establish formula subset of 
role assignment association constraints named , formula subset of model containment 
constraints named ContainmentSet, formula subset of entity containment constraints named EntiContSet 
and formula subset of reference constraints named ReferenceSet one by one. Thus, set of constraint 
axioms of TXMML named F can be considered as union of all of the above subsets, i.e.  
eRoleAssignR laSet
XMML
XMMLF = ContainmentSet∪ReferenceSet∪EntiContSet∪RoleAssginRelaSet∪RefinementSet. 
4. consistency verification of metamodels 
Formalized system of XMML called TXMML based on predicate calculus Q is established after formalization 
of all meta-type of XMML. The semantic interpretation of TXMML is a metamodel built based on XMML, 
universe of discourse of interpretation is the set of all entity modeling elements contained in the metamodel. 
Similarly, metamodel built based on XMML can be formalized via metamodel mapping from metamodel 
to a set of predicate statements. 
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Once XMML and metamodel are formalized based on first-order logic, we can implement verification 
of logical consistency of XMML and metamodel built based on XMML by first-order logical inference. 
It is very difficult to derive grammatical consistency of FXMML by hand-proving due to too many 
formulas contained in FXMML, so we can only prove logical consistency of TXMML based on automatic 
theorem prover. If TXMML is proved to logically consistent, then XMML must have an interpretation that 
can be satisfied, thus it is meaningful to discuss properties of metamodels built based on XMML. A legal 
metamodel is an interpretation that satisfies all constraint formulas of FXMML, so the relationship that 
metamodel satisfies XMML is equivalent to the relationship that the interpretation of TXMML satisfies 
TXMML. By equivalence of satisfaction and logical consistency, reference to the literature [13], we can 
derive method of consistency verification of metamodel. 
Inference 1 (logical consistency of metamodel). If union of constraint axiom set FXMML of TXMML and set of 
first-order predicate statements TL(M) generated via metamodel M is logically consistent, then the 
metamodel M is consistent; instead, if union of constraint axiom set FXMML of TXMML and set of first-order 
predicate statements TL(M) generated via metamodel M is logically inconsistent, denoted 
FXMML∪TL(M)├False, then the metamodel M is inconsistent. 
5. Conclusions 
DSMML defined in the informal way cannot precisely describe its structural semantics, which makes it 
difficult to systematically verify its properties such as consistency. In response, the paper proposes a 
formal representation of the structural semantics of DSMML named XMML designed by us. We illustrate 
our approach by formalization of refinement relationship based on first-order logic. Based on this, the 
approach of consistency verification of metamodels built based on XMML is presented. 
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