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ABSTRACT
A safe system is defined as a system that prevents unsafe states from producing safety
failures, where an unsafe state is defined as a state that may lead to safety failure unless
some specific action is taken to avert it. The problem that this thesis addresses is how to
find places in Ada programs where faults are likely to occur during program execution.
The approach is to build an automated translation tool that translates Ada programs
into a software fault tree. [Lev 83] The tool works as follows: 1). The Ada parser and lexical
analyzer calls the Automated Code Translation Tool (ACTT) upon recognition of an Ada
statement; 2). The ACTT produces a template representing the statement; 3). The templates
are linked together as a software fault tree.
The result is a program that takes Ada source code as input and produces a software
fault tree as output.
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I. INTRODUCTION
Since the invention of computers, from main frames to the micro systems, the
appearance and usage of these devices in today's society has grown at a tremendous pace.
Computers today are used in all aspects of everyday life. The range of devices that use
computers include the complicated systems of the space shuttle and different weapon
systems to the less intricate systems of calculators and small appliances. With the
introduction of computer systems, there exists the requirements to ensure that these systems
will perform as intended without catastrophic side effects. In essence, the goal is to ensure
that the computer systems operate safely. A system is defined by The American Heritage
Dictionary as a group of interacting, interrelated, or interdependent elements forming a
complex whole.
A. SAFETY
Safety has been defined as a state that is free from conditions that can cause death,
injury, occupational illness, or damage to or loss of equipment or property. [Lev 863
Leveson, along with others, have stated that this definition is unrealistic because by this
definition any system that presents any element of risk would be labeled unsafe. (Lev 86]
Risk is defined as a function of the probability of the hazardous state occurring, the
probability of the hazard leading to a mishap, and the perceived severity of the worst
potential mishap that could result from the hazard. [..ev 861
Safety can be used as a relative term depending on the situation. An item may not be
safe under all circumstances and conditions, but compared to the alternatives to that item,
it may be the safest choice available. For example safety razors and safety matches by their
very nature poses some risk; however, they are safer then their alternatives and they provide
benefits to the user at a more acceptable level of risk then their alternatives. VLev 863
In the development of a system, htying to eliminate all unWafe or hazardous conditions
may be impossible. Instead of removing the risk, a displacement of the risk to another area
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is frequently the result. In these situations one must use a risk/benefit analysis to determine
what is the best solution. For example, nitrate, which is used in foods, have been linked to
cancer. However, nitrate is also used to prevent botulism. "Benefits and risks often have
trade-offs, such as trading off the benefits of improved medical diagnosis capabilities
against the risks of exposure to diagnostic X-rays." [Lev 861 The trade-offs between the
benefits and the risks are dependent on the particular situation and are usually defined by
political, moral and economical decisions of the users.
Safety depends on the situation in which it is measured. Leveson stated that nothing is
completely safe under all conditions. Items that may be relatively safe under most
conditions could become hazardous if the right conditions exist. An example of this is
drinking too much water, which could in turn, lead to kidney failure. [lev 86]
To understand safety, one must distinguish safety from reliability. Reliability pertains
to the probability that a system will perform its intended function for a specified period of
time under a set of specified environmental conditions, thus nmking a system failure free.
(Sal 76] Safety is concerned with the possible errors that may lead to a hazard and reliability
looks at all possible errors. Since not all errors cause hazards, safety requirements only look
at the subset of the errors that cause the undesired events. [Lev 86)
According to Brown, safety is not reliability, availability or any other attribute or
combination of attributes. In some situations, safety and reliability may actually counter
each other. If the design is unsafe to start with, no degree of reliability is given to make it
safe. Along with this, if a system fails to a ,•afe state, it is not reliable but it is safe. (Bro S8]
Leveson states that safety and reliability can complement each other or can have no
direct relationship with each other. A hydraulic system of an aircrat.t is more safe when it
is more reliable. On the other hand, mzasuring reliability for munitions pertains to
detonation at the "desired time and place, while safety is related to inadvertent
functioning". For reliability and safety in this example. tere is no direct relationship. [Lev
86]
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In adaition, another aspect of reliability, availability, does not equate to safe.
Availability is the probability that a system or component is operational at a specific time,
available when needed. (Sal 76] "A system may be safe but not available and may also be
available but unsafe (e.g., operating incorrectly)." [Lev 86]
B. SYSTEM SAFETY
System safety pertains to the safety of the system, both hardware and software. A safe
system is defined as a system that prevents unsafe states from producing safety failures,
where an unsafe state is defined as a state that may lead to safety failure unless some
specific action is taken to avert it. [Lev 86] In the past hardware-oriented system engineers
have treated the computer as a black box because of the "newness" of software engineering
and the "significant difference betwera software and hardware". [Lev 86] Software
engineers on the other hand "treated the computer as merely a stimulus response system".
[Lev 86] According to Leveson "tmc greatest cause of problems experienced when
computers are used to control complex processes may be a lack of system-level methods
and view points". [Lev 86] In order to better resolve problens with systems, these old
views must be changed to an outlook that views the system as a whole. L.veson stated,
"...that software itself is not 'unsafe'. Only the hardware that it coitrols can do damnage,'
[Lev 86]
System safety is a subdiscipline of systems engineering that applies scientific
management and engineering principles to ensure adequate safety throughout the system
life cycle, within the constraints of opcrational effectiveness, schedule, cost and
performance. [(Le 861 The primary goal c., ystun safety is to develop an acceptable safety
level into the product before production or operations occur. This goal can be achieved in
two steps. First, hazards need to be identified by applying scientific and engineering
principles. Along with this, hazards need to be controlled through analysis, design and
manageniant procedure& Th second step is to eliminate the hazards that post an
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unacceptable risk from the system dctsign. [Lev 86] Even though this is simply stated, the
process is very complex.
C. SOFTWARE SAFETY
In the previous section the overall safety of the system was considered. This section
takes a look at specifically the software issue because hardware reliability has improved
impressively in the last few years and they are no longer a major cause of system failures.
According to Cha. software has become the major "bottleneck" in further improving the
system. He also stated that perfectly safe software is impossible and un-necessary and that
a more realistic goal is to develop software that is free from hazardous behavior. [Cha 91)
Brown defines software safety as the optimization of system, -,fety in the design,
development, use and maintenance of software systems and their integration with safety
critical hardware systems in an operational environment, [Bro 88] The intent of software
safety is to ensure the software will function in a system context without creating an
unacceptable level of risk.
Software safety, however, is difficult to achieve. All methodologies in developing
software use humans and humans are fallible. [Lev 83] According to Brown, virtually all
errors that ocur in software may be attributed to humans. Thesefriors can be grouped into
four categories: design, coding and testing, operator, and maintenance. (Bro 88]
Additionally. "softwaxe...,-s a large number of discrete states without the repetitive
structure found in computer circuit-y. Although mathematical logic can be used to deal with
functions that are not continuous, the large number of stairs and lack of regularity in the
software results in extremely complex matmatical expressions." [Lev 86)
Along with this, software safety is difficult becuse it is hard to develop realistic test
zonditions. Even with the use of simulations, it is difficvlt to guarantee that the simulation
is accurate. "Software faults may not be detectable except under just the right combination
of circuimsances, and it is difficult, if not impossible. to coasie and account for all
4
environmental factors and all conditions under which the system may be operating." [Lev
86]
Problems with the requirement specifications can also pose a problem to software
safety. In a study of computer mishaps by Erickson and Griggs, it was determined that
inadequate design foresight and specification errors are the greatest cause of software
safety problems. [Eni 81] [Gri 81] In performing tests on software, the test can only
consider the specified requirements and can not look at what was intended by the designer.
D. STATEMENT OF PROBLEM
Although there exists potential problems and several unknowns in the use of
computers in systems that control critical devices, the advantages that computers provide
including increased versatility and power, improved performance, greater efficiency, and
decreased cost, lend merit to their use in these systems. Computer systems consist of two
major components, hardware and software. Even though new discoveries in hardware are
occurring constantly, there exist techniques that allow engineers to better handle the
problems that arise in hardware. Engineers working with hardware are better able to
anticipate the possible problems with hardware because the development of hardware
follows long-established procedures. Software, on the other hand, is more complex than
hardware because of the large number of states present in software. Additionally, software
is normally developed for a particular application only using tests in simulations and
controlled environments as a basis for reliability. [Lev 86]
Analyzing software with a purely manual technique is expensive because the step to
traverse through the code requires an extra-ordinary amount of time. In addition,
performing any function manually may introduce errors because humans are fallible.
Automating the entire process poses other problems. One problem with automating the
entire process is the loss of human insight required to see the intricacies of the system.
Additinnally, the experience of the analyst is lost when the process is fully automated. To
achieve a proper balance of manual and automated techniques in software safety analysis,
both techniques are required.
This research pertains to software safety analysis, specifically increasing automation
of the process. Introducing automated methods into software analysis may provide the
analyst the opportunity to use his time more efficiently. The removal of the detailed work
of code translation allows the analyst to focus on the semantics of the analysis, not the
syntax of code. The primary purpose of this research is to assist in automating the process
of translating code into usable structures for software fault tree analysis.
Software fault tree analysis is a method of software safety analysis that looks at the
logic of the software. In this process, an undesired event caused by the software is identified
and is labeled as the top node. The process works by looking at the top node and identifying
the preconditions that are required for the top node to occur, given the design of the
software. This process continues for each node at each level until the current node can not
be further decomposed.
This thesis introduces a prototype tool that will translate Ada statements into pre-
defined template structures that are used in software fault tree analysis. This tool performs
a static analysis of Ada code using Ayacc, an Ada parser generator; Aflex, an Ada lexical
analyzer generator; FTE, a graphical fault tree editor; and self-generated code. After
inputting the Ada code into the tool, the tool will basically parse the given Ada input and
upon recognition of various Ada structures, build pvc-defined templates. Upon completion
of the parsing and template generation, an FTE-compatible file will be generated.
One question addressed by this research looks at the ability to automate the software
fault tree anaysis. Introducing automation to most processes reduces the time required to
complue the process since machine is inherently faster than man. If automating software
fault tree analysis provides more bendits compared to costs, then it may be of value to
implement some automation to the process.
Another question addressed pertains to the cost of automating software fault tree
analysis A purely manual technique is too expensive, but a purely automated process also
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has problems. If a tool can be developed that strikes a balance between manual and
automated techniques, the cost of automating software fault tree analysis could be reduced.
E. SUMMARY OF CHAPTERS
Chapter 11 provides background information that is related to this thesis. Areas
covered in this chapter are fault tree analysis, software fault tree analysis, and previous
works in this a&ca including fault tree editors, the use of templates to represent statements,
and the automation of code translation for software fault tree analysis. Chapter M covers
the actual tool developed. Information on Ayacc and Aflex are also provided. Additionally,
an extended example is reviewed in this chapter. Chapter IV provides the conclusions
including the recommendations and provides a summary of possible future work. Appendix
A contains the Ayacc and Aflex specification file input. Appendix B is a listing of the
source code excluding the generated code by Ayacc and Aflex. Appendix C provides the
templates for individual Ada structures. Appendix D coantains the output of the Automated
Code Translation Tool when the example procedure FAKEOVENCONTROL was
inputted into the tool.
H. BACKGROUND INFORMATION
A. FAULT TREE ANALYSIS
Fault tree analysis (FTA) is a method of deductive safety analysis where a fault tree
depicts the logical interrelations of basic events that lead to a particular event of interest.
LL-.:v 91] FTA originated initially in 1961 at Bell Laboratories to aid in the analysis of the
Minumeman missile. Boeing further developed FTA in the mid 1960's. [Sal 76] A fault tree
consists of a fault event, a failure situation resulting from the logical interaction of primary
failures or failures of interest; a branch, the connection between two fault events or fault
tree gates; and a fault tree gate, the boolean logic symbol that relates the input to its output
event. [Fus 73] The fundamental concept of ETA is to decompose a physical system into a
fault tree, al.o knnwn as a logic diagram, where certain specified causes lead to one
specified cvent of interest. This specified event of interest is also known as the "Top" event.
[Sal 76]
To aevelop a fault tree, the .aitial step is to define the top event that will be analyzed.
After the top event is defined, the next step is to locate the event(s) that by themselves, or
in combination with others le•d te the top event. This Fnalysis looks for a plausible
sequm-ce of events that can lead to thr. event of interest in the context of the system's
environment. [Meg 89] If ore cr i.ore event(s) is/are required to produce the event of
intrest, an And Gate is used to coinect the event(s) to the event of interest. If one or more
event(s) cami lead to the event of interest, the event(s) is/are connected to the event of
interest with an Or Gate. Thi, process will cortinue until a01 zvents in thst iee are defined
or are not decomposable. (Sal 76j The resuha Jf the fault tree ,•iter depict the method of
how .he top event could occur or show that °'et top event can not occur. [Mcg 89] For a
more detailed discussion oa fault trees sc, the papes by Salem and Fussell. [Sal 76] [Pus
73]
B. SOFTWARE FAULT TREE ANALYSIS
McIntee coined a phrase "Soft Tree" in 1983 for a process which looked at software
analysis using FTA techniques. This technique required a schematic of the system and a
flow diagram of the software. His work basically started by identifying a top event and
worked backward through the schematic and flow diagram. The result of this process
provided a detailed path for how the process worked from the top to the bottom and through
the hardware and software. [Mci 83]
Taylor in 1982 (Tay 82] and Leveson and Harvey in 1983 [Lev 83] provided initial
information on software fault tree analysis (SFTA). SFTA is a technique to analyze the
safety of a software design that is similar to Soft Tree which uses methods similar to FTA.
SFTA looks at the logic contained in the software. The primary purpose of SFTA is to
ensure that the logic of the software does not produce system safety failures. Additionally,






AND GATE OR GATE
Figure I Common Software Fault Tree Symbols
SFIA, like FTA, is designed to work from the identified hazard backwards to the
initial command to execute the system. In addition, SFTA uses a subset of the symbols used
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for FTA. (See Figure 1) The "rectangle" represents an event that will be further analyzed.
The "diamond" is used for nonprimal events, which are not developed further for lack of
information or insufficient consequences. The "circle" indicates an elementary event or
primary failure of a component where no further development is required. The "house" is
used for events that normally occur in the system. It represents the continued operation of
the component. The "ellipse" is used to indicate a state of the system that permits a fault
sequence to occur. This system state may be normal or a result of failures. The "triangle"
represents another sub-tree for the node which is not depicted on the current tree. The "and
gate" serves to indicate that all input events are required in order to cause the output event.
The "or gate" indicates that any of the input events may produce the gated event. [Rol 86]
This common use of symbols allows for the interfacing of SFTA and FTA, thus
providing a means for systems analysis of the hardware and software. The process of SFTA
is similar to FTA, the difference is that SFTA pertains to software events and that SFTA
does not employ the probabilistic approach of FTA, but instead deals with logic. "The basic
procedure is to assume that the software has performed in a manner, which has been
determined by the hazard analysis will lead to a catastrophe, and then to work backward to
determine the set of possible causes." [Lev 91] After detenrining the catastrophe that
occurred, the process works backward to the next level to determine the necessary
preconditions for the catastrophic event to occur. Each child of each node will encounter
the same process until the child can not be analyzed for some reason. The result of this
process is a tree diagraming how an undesired event could occur or proof that an event
could not occur. [Lev 91]
SFTA provides many advantages to software analysis. The advantages include the
following:
. Provides the focus needed to give priority to catastrophic events and
to determine the environmental conditions under which a correct state
Lrecomes unsafe.
, Provides a convenient structure to store the information gathered
during the analysis which can be- used later for redesign.
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"• The technique is familiar to hardware designers.
"° Provides a single structure for specifying software, hardware,
human actions and interfaces with the system.
• Allows the examination of the effects of underlying machine
failures or environmental changes versus verification techniques
which assume system operates correctly. [Lev 83]
C. PREVIOUS WORK
1. FAULT TREE EDITORS
Editors to graphically display fault trees have been developed to facilitate the
drawing of fault trees by the analyst. These tools allow the user to interactively modify the
graphic representation of a fault tree using an automated graphic editor. The use of
automated editors reduces the time required to draw the trees by removing the manual tasks
necessary. Additionally, some of the errors that may have been caused by the manual
drawing can be eliminated with an automated graphic editor. Two tools reviewed during
the research of this thesis are the Software Fault Tree Analysis Tool [Rol 86], developed at
the University of California, Irvine and Fault Tree Editor (FTE), developed at the Naval
Postgraduate School. This thesis used FTE because it was readily available and operational
at the time this thesis was initiated.
The Fault Tree Editor is an interactive fault tree design tool. FTE was written by
Charles P. Lombardo, a computer systems programmer at the Computer Science
Departmeit at the Naval Postgraduate School in Monterey California. FTE was developed
using the C programming language and XView, an OPEN LOOK toolkit for the XI 1
Windowing system.
Once FE is running, the user can load a file to display a fault tree. The file can
either be a file created by the tool or a file that meets the specifications of FIE. The
specification of an FTE fide consists of four lines for each node on the tree. The first line is
a suing of characters that represent the label of the node. This value is the label displayed
on the node within the tree. The second line is another string of characters that represent the
description of the fault. The third line is also a string of characters. This string of characters
I1
is the file name of the code associated with the node. The fourth line contains seven integer
fields that are separated by any white space except a new line. These values represent the
starting and ending line numbers of the code associated with the node, the X and Y
coordinates where the node is located in the FIE graphical drawing field, the type of node,
the type of gate attaching the node to its children, and the number of children of the node.
The file is arranged with the four lines of each node grouped together and each node
ordered in a pre-order fashion according to its relationship to the root node. (See Figure 2)
- Node Values
Label: 'Top"













55 200 300 100
Figure 2 Example Node Values
2. SOFTWARE FAULT TREE TEMPLATES
Taylor discussed the building of fault trees and software fault te in his paper in
1982. Using techniques from FTA and SFTA discussed above, Taylor used finite state
models of plant components in the development of the fault tree. Taylor's process used the
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plant components, also known as "mini-templates", in building the fault trees. At each
level, the event being analyzed would be matched to the mini-template to determine the
events required to cause the undesired event. The process terminated when a spontaneous
or normal event was encountered.
Leveson, Cha, and Shimeall wrote several papers on SFTA in 1987, 1989, and
1991. Their work provided a manual means to perform SFTA for Ada code. Their work
used predefined templates as the failure semantic of the Ada programming language
statements. These templates were based on Ada statement structures, showing that if a
particular Ada structure caused a fault, where could that structure have caused the fault. By
linking the templates according to the code, the software fault tree generated would provide
a tree depicting where faults, if they occurred, could occur. [Lev 91] Modified versions of
the templates are in Appendix C.
3. AUTOMATED SOFTWARE FAULT TREE ANALYSIS
Friedman automated SFTA for certain code structures of Pascal in 1993. His
procedure consisted of four steps. Initially, a lexical analysis of the input would remove the
blanks, tabs, and carriage returns and breakdown the code into distinguishable items called
tokens. The second step involved the parsing of the tokens. This parsing step would
generate a list structure that described the syntactic structure of the program. Upon
completion of the parsing step, the list would be traversed creating the software fault tree
using pre-defined templates and rules. This step would produce an ASCII file that would
be compatible to a proprietary editor tool so that the tree could be drawn. The final step is
the actual drawing of the tree using the generated ASCII code and the editor tool.
Friedman's tool used a commercial software product called Tree-Master that allowed the
analyst to edit, display, and print the tree. [Fri 93]
Friedman's research provides an introduction of automation to the software fault
tree analysis methodology of software analysis. His tool, however, only looks at a limited
number of code structures of Pascal, namely the assignment-statement, the if-statement,
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and the while-statement. This research looks at the use of automation in the code translation
of Ada code since Ada code is used in control systems more than Pascal and Ada code
contains unique structures, such as exceptions and tasking.
14
III. AUTOMATED CODE TRANSLATION TOOL PROTOTYPE
In the past, the code translation for SFTA has normally been performed using manual
techniques. The use of manual techniques is a timely proposition. In addition, the use of
manual techniques can lead to the introduction of errors because humans are fallible. This
thesis introduces a prototype for an automated code translation tool to minimize the amount
of manual code translation needed for SFTA. This tool is intended to reduce the amount of
time necessary and reduce the number of errors in translating code by limiting the amount
of human involvement. This chapter will discuss the tool, detailing the items used in the
development of the tool and the methodology used in building the tool.
The Automated Code Translation Tool, as its name suggests, is a tool that will
translate Ada statements into template structures to be used in SFTA. The tool consists of
basically four components. The first component is a lexical analyzer. The lexical analyzer
will determine if the given input consists of valid tokens. The next component is a parser.
This part of the tool will check the given input to ensure that valid Ada constructs are used.
The third component is a template generator that will transform valid statements into
templates representing possible events associated with the statement in a format suitable for
SFTA. The final component of the tool is a file generator that will create a file that meets
the specifications of an FME file type. Each component will be discussed in the following
sections. (See Figure 3)
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Figure 3 Automated Code Tanslation Tool Structure
A. THE LEXICAL ANALYZER AND PARSER
A lexical analyzer is a part of a system that breaks up the inputted code into
meaningful units calied tokens. Tokens can be names, constants, reserved words, or
operators, among other things that are defined by the programming language. The lexical
analyzer will also remove white space including blank spaces, empty lines, and carriage
returns. The primary purpose of the I xical analyzer is to determine if the given input
consists of valid tokens for the programming language. [Ill 90] The lexical analyzer for the
Automated Code Translation Tool was built using an Ada based lexical analyzer generator
called Aflex. For more information on Aflex, see the Aflex user manual. [Ngu 88]
The specification file for Aflex used to develop the lexical analyzer in the Automated
Code Translation Tool was developed by Herman Fischer of Litton Data Systems in March
1984. The lexical input information in this file represents the grammar tor ANSI Ada. No
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modifications to the file were required in the development of the tool. The Aflex
specification file for the Automated Code Translation Tool is located in Appendix A.
A parser is the programming module that performs parsing operations on a computer
language. Parsing is the process of deciding whether a string of input symbols is a sentence
of a given language, and if so, determining the syntactic structure of the stripe as defined
by a grammar for the language. The primary purpose of the parser is to validate the string
as a correct statement for a given language. [11 90] The parser for the Automated Code
Translation Tool was built using an Ada based paiser-generator called Ayacc. For more
information on Ayacc, see the Ayacc user manual. (Tab 88]
The Ayacc specification file used to develop the parser in the Automated Code
Translation Tool was a modified version of the David Taback and Deepak Tolani
specification file. The Taback and Tolani version was an adaptation of the H-,man Fischer
file used in Yacc. The grammar for the file is organized in the same order as the ANSI Ada
Reference Manual.
The modifications to the Taback and Tolani file for the tool consisted of addtd actions
to be performed when particular code structures were recognized. These actions are related
to functions and procedures located in separate packages and are components of the
template generator which will be discussed in the next section. The packages are
FAUJLT-TREE-GENERATOR and TRAVERSE.PKG and are located in Appendix B.
The specification file for Ayacc used in the development of the parser for the Automated
Code Translation Tool is located in Appendix A.
IL THE TEMPLATE GENERATOR
Basically the templates represent the idea "If this statement caused a fault, where could
that fault have been introduced within the statement". These templates were developed
tsing the previous work of Leveson, Cha, and Shimeal. (Lev 91] The templates were
slightly modified to accommodate the parsing of the Ada granmr. The templates for the
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implemented code stiuctres are located in Appendix C. The symbols used in the templates
are similar to the symbols used in software fault trees. (See Figure 1)
The template generator consists of functions and procedures that are called when
various Ada structures are recognized, The template generator works in concert with the
parser. As the parser identifies various structures, the template generator will be called to
build the template for the particular structure. This process is exemplified with an if-
statement example. (See Figure 4) The following is a description of how the if-statement
is parsed using the Ada grammar and how the template is built with the tool.
IF temperature < 15.0 THEN
rad-set:= radset + 5.0;
ELSIF temperature < 18.0 THEN
rad&set:= radset + 1.0,
ELSE
ra-..e:= ramd.set - 1.0;
END IF;
Figure 4 If-Statement Example
When the parsing of Ada sourc code begins, it initially starts at the starting non-
terminal "compilation". Eventually it proceeds to the seiquence of statements non-temdnal
and then to the statement non-tenrmnal. Using the current token "fW', the if-statement
grammar rule is seltcted and the process to build the template for the if-statement begins.
The if-statemat grammar rule consists of seven grammar symbols. (See Figure 5) Before
the if-statm'nent template is built the parsy must identify and parse the individual grammar
symbols. This discussion looks at only the parsing of the non-temminms because terminal
symbols are recognized by lexical analysis. (When looking at the grammar rules, the capital
words identify non-terminals in the rule.)
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I'igure 5 Production Rule for If-Statement
The first non-terminal of the if-statement rule is the condition non-terminal. The
condition represents a boolean expression for the if-statement. In parsing the condition non-
terminal, the expression non-terminal will be called. From the expression non-terminal, the
relation non-terminal with one or more relations and zero or more logic operators,
depending on the actual input, will be executed. At the relation level, a template containing
possible events related to the actual condition will be built by the template generator and
returned to the expression non-terminal level. Thi -emplate will be passed backward to the
condition non-terminal level and in turp passed back to the if-statement non-terminal level
for use in the building of the if-statement template.
In the example, the condition is a simple relation, "temperature < 15.0". Fom this
condition the template generator will build the simple relation template. (See Figure 6)
This template would be passed back from the relation non-terminal back to the if-statement
non-terminal through both the expression and condition non-terminals.
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Figure 6 Relation Template for It Condition
Following the condition non-terminal, the sequence of statements non-terminal of the
if-statement production rule would be parsed. Th1s sequence of statements represents the
action that would be performed if the condition evaluated to true. In the example, the
parsing would again start at the sequence of statements non-terminal and recognize that the
next non-tenninal was a single statement. This statement would be identified as a simple
statement, followed by recognition &s an assignment-statement At the assignment-
statement production rule, the parser would parse the individual components of the rule.
The rule consists of two non-terminals, name and expression. For the name non-terminal,
the parser would recognize that "rad_set" is a simple name and at the simple name non-
terminal the ame template for 'rad-set" would be generated by the template generator.
The next non-terminal of the assignment-statement is the relation, "ratset + 5.0".
This example is another simple relation. The relation template would be built for this
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Figure 7 Relation Template for Assignment-Statement
When the parser returns to the assignment-statement non-terminal, the template
generator will create Ume assignment-statement template with the simple name template and
the relation template for the assignment-statement as components to the template. The two
previously generated templates would be placed as children to the "Operand Evaluation
Caused Fault" node. (See Figure 8) The assignment template will be incorporated into the
template for the sequence of statements to represent the sequence of statements for the if
condition. (See Figure 9) Since there is only one statement in the sequence of statements,
the nodes pertaining to the previous statements will not be necessary. The sequence of
statements template would be returned to the if-statement non-terminal leve! to be used in
the creation of the if-statement templat
21
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Figure 9 Sequence Of Statements Template for If Clause
The next non-tenminal token to be evaluated from the if-statement production rule
would be the token referring to the "elsif" clause. The elsif clause is optional. This non-
terminal has three non-ten-dnals in the production rule. These non-terminals are a non-
terminal for other elsif's if applicable, a condition non-terminal, and a sequence of
statements non-terminal. (See Figure 10) For the example there is only one elsif clause,
therefore the other elsif non-terminal will not be executed. The elsif non-teminal is a






Figure 10 Production Rule for Elsif Clause
The condition for the elsif in the example is "temperature < 18.0". This condition is
another simple relation and would produce a template similar to the condition template for
the if condition. The sequence of statements following the elsif condition is also similar to
the previous sequence of statements, another single assignment-statement. The assignment-
statement is "radset := radset + 1.0;". The template generated by the template generator
for this statement is identical to the previous sequence of statements except for a change in
some of the values to the variables.
The condition template for the elsif and the sequence of statements template for the
elsif will be passed back to the elsif non-terminal. The template generator, after the parser
completes the parsing of the non-terminals in the elsif example, will use these templates to
build the elsif template for the if-statement. Since there. are no other elsif's in this example,
the node "Next Elsif Caused Fault", which pertains to the other elsif's of the statement, will
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Figure or Elsif Template for Example
The final non-terminal token for the if-statement is the token representing the "else"
clause. The else clause is optional and if it exists, it will be executed if there are no previous
conditions that evaluated to true. The production rule for the else clause consist of only the





Figure 12 Production Rule for Else Clause
In parsing the sequence of statements for the example, the parser would again
recognize that it consists of only one statement. This statement is the assignment-statement
"rad_set := rad_set - 1.0;". Upon recognition oi this fact, the template generator would
create similar templates as before, excluding the condition template because the condition
for the else clause is implicitly defined. The sequence of statements template will be passed
back to the else non-terminal where the template generator will build the else template with
the sequence of statements as a child of the template. The else template, when built, will be
passed back to the if-statement non-terminal to be included in the if-statement template.
(See Figure 13)
Figure 13 Else Template for Example
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Once all the components of the if-statement have been parsed and the appropriate
templates have been built, the template generator would be called to build the template for
the if-statement. This template would be built using all of the templates that we;e generated
by the non-terminals of the statement. (See Figure 14) Appendix C gives a more detailed
version of a generic if-statement template.
Cause Fault
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Figure 14 If-Statement Template for Example
C. THE FILE GENERATOR
The file generator is the part of the Automated Code Translation Tool that produces a
FEM type file for the given input. The file generator is composed of Ada procedures that
will take the generated templates and convert the data structures into FTE data structures.
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Additionally, in accordance to FTE file specifications, the file generator will place the
individual nodes in pre-order fashion with respect to their relationship to the root node. The
file generator is embedded in the parser as actions and will be invoked when the parsing of
the given input is complete. The file generator will produce a file called "NEW_FTE". This
file can be loaded into FTE to display a graphical depiction of the software fault tree for the
given input.
D. THE DATA STRUCTURE
The data structure for the nodes of the software fault tree was constructed using the
FTE data structure as a model. This structure was used to facilitate the drawing of the
software fault tree upon completion of the parsing and template building. (See Figure 15)
The individual fields of the data structure that are similar to the FTE data structure have
the same meaning as discussed earlier. The added fields CHILDREN_NODES and
PREV_ST_PTR were added to keep track of the family ties because the nodes'
relationships as parents and children are maintained by using a linked list. The other added
field, OUTPUTFLAG was not used in the prototype, but was included to allow the tool to
identify structures that provide output in the program. In order to make the data structure
compatible, a routine is used to equate the generated file to an FIB compatible file. This
routine will remove the additional fields that were added to the data structure to facilitate
the parsing. This routine is part of the file generator as discussed in the previous section.
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type STLISTNODEPTR is access STLLISTNODE;
type STLISTNODE is
record
* STNODELABEL: STRING (1..MAXCHARSHORT);
* ROOT_FAULT: STRING (1..MAX.CHARLONG);












*Dejived from data fields in the FTE data structure
Figure 15 Software Fault Tree Node Data Structure
E. THE INPUT / OUTPUT
When execution begins, the tool will prompt the user for an Ada file to work with.
After the user enters the file name, the tool will process the file. The prototype has limited
syntax-error detection, so it is assumed that the file is syntactically correct. The output of
the tool will consist of two items. The first item generated by the tool will be an on-screen
display of three lists. A listing of the software fault tree will be printed to the screen first.
The information provided includes the node's label and fault and the parent's label and
gate, if applicable. The next list is a list of the nodes in numeric sequence. This listing was
generated to facilitate the reading of the generated FFE software fault tree, which in the
prototype, labels nodes by number. The last item displayed on the screen consists of a
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listing of the procedures, functions, and exceptions that were located in the input file along
with the first node's root fault associated with the procedure, function, or exception.
The second item produced by the tool is an ASCII file called "NEWFTE". This file
is compatible to FTE and represents the nodes produced in a pre-order listing. To display
the software fault tree in FTE, FTE must be started and NEW_FTE must be in the current
directory. Once FTE is started, the generated file can be loaded into FTE using the
appropriate FTE commands. This will generate the software fault tree in a graphical form.
F. EXTENDED EXAMPLE
In order to see the actual code translation for a set of Ada statements performed by this
tool, the tool was invoked with the file EXAMPLE.A. This file contained the procedure
FAKEOVENCONTROL. (See Figure 16) The procedure FAKEOVENCONTROL
was created to simulate an oven-control system. This procedure is by no means an accurate
representation of an oven-control system, but is intended to represent source code where




OVEN_BUF is access INTEGER;
for OVEN_BUF use at 1234567;
OVENTEMP is access INTEGER;
for OVEN_TEMP use at 2345671;
LASTCMD : INTEGER;
begin
for SAMPLE in 1..SAMPLINGDURATION loop
if (OVENTEMP < GOALTEMP - 10 and LAST_CMD /= 1) then
OVEN_BUF =;
LAST-CMD 1;
elsif (OVEN_TEMP < GOALTEMP - 10) then
RAISE OVEN_NOTRES PONDING;
elsif (OVENTEMP > GOALTEMP + 10 and LAST_CMD /z 2) then
OVENBUF : 21
LASTCHD 2;
elsif (OVENTEMP > GOALTEMP + 10) then
RAISE OVEN_14OTRESPONDING;
end if;





Figure 16 Sample Ada Code Input
For the procedure FAKEOVENCONTROL, the body of the procedure consists of a
sequence of sta-ncnhs. A careful review of the procedure FAKEOVENCONTROL
shows that the sequence of statements consists of a for-loop, which is the main part of the
procedure, and two emnbed•dd statements within the for-loop. The first statement within the
for-loop is an if-statement that contains three elsif clauses. The second statement is another
for-loop that contains the nuUl-sW t.nL The foilowing discu=on details how the
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procedure is transformed from Ada source code to software fault tree structures. Before this
discussion starts, it needs to be noted that the tool will translate the source code bottom-up,
meaning that the last statement will be translated first and the first statement will be
translated last. In this example there is only one statement in the outer level; however,
within the outer for-loop there are two statements. The inner for-loop will be translated first
and the if-statement will be translated next. The last statement to be translated will be the
outer for-loop. A discussion on the translation process of the procedure follows.
In the Ada programming language, three types of loops exist, including the "for",
"while", and plain loop. The Automated Code Translation Tool will build a similar
template for all three loops. The major difference between the three types of loops is the
iteration scheme for each loop.
If a loop caused a fault, there are three possible reasons why the loop caused the fault.
First, there may exist a situation where the loop was not executed and its non-execution
may cause a fault. Another possible reason may involve the evaluation of the loop
condition. Finally, there may have been some situation dining the Nth iteration that caused
the fault. The Automated Code Translation Tool incorporates all three reasons in the loop
template when the template is built.
Since the example contains a for-loop, the Automated Code Translation Tool will
tailor the generic loop template accordingly. The tool will build the "Pai-amters Specified
Caused Fault" node as a child to the "Iteration Scheme Caused Fault" node. instead of the
"Evaluation of Condition Caused Fault" node which is used for a while loop. Along with
this, the tool will place the sequence of sutt•em•ts template for the statewmnts in the for-
loop in two places. This is done to recognize the fact that the sequence of sttements may
have caused the fault or that the sequence of statements may have kept the loop condition
mxe when it should have been false. In the embedded for-loop, the only statement in the
sequence of statements is the null-statemnt. In this case, the tree representing the sequence
of statements will be null. (See Figuim 17)
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Node Fault for Node
24 Loop Stateient caused fault
31 Loop never executed
32 Loop condition evaluation caused fault
33 Nt Iteration caused fault
38 Wrong Type of loop used
39 Iteration scheze caused fault
40 Sequence of statements caused fault
41 Condition true past n-I
48 Parar 3-ter specification caused fault
49 Condition true at n-I itertion
50 Sequence of statements kept condition true
nttfier spcified u faultOl itsent rango catv,• tat
711
72 Range specified caused fault
83 1
34 SAMPLING.DURATION
Figure 17 Embedded For-Loop Template for Procedure FAKE OVENCONTROL
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The if-statement for the procedure FAKE_OVEN_CONTROL is similar to the
example if-statement discussed earlier in the template generator section. The if-statement
for the procedure, however, has three elsif clauses and no else clause. The Automated Code
Translation Tool will build the if-statement template using the node "Next Elsif Caused
Fault" and its associated nodes several times and not using the node "Else Caused Fault".
Due to the large size of the software fault tree representing the if-statement in the
procedure, the software fault tree is depicted in several figures. The figures are shown in
the order that they would appear in the software fault tree and not in the order that they were
generated.
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Node Fault for Node
5 1 If statement caused fault
62 Evaluation of condio caused fault
63 Condition true and statements caused fault
64 Or ELSIP caused the fault
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Node Fault for Node
62 Evaluation of condition caused fault
73 Relaion caused the fault
85 And Reldon cawd the fault
97 Let or Prior relon caused fav
98 Right relation caed fault
112 Relation caused the fault














Figure 20 Sequence ot Statements Template for If-Statement
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Node Fault for Node
63 Condition true and statements caused fault
74 If condition true
75 If statements caused fault
86 Sequence of statements caused fault
99 Last statement caused fault
100 Previous statements caused fault
114 Assignment Statement Fault
115 Last Statement did not mask fault
116 Sequence prior to last caused fault
133 Change in values caused Fault
134 Exception causes Fault - Not implemented
135 Operand Evaluation causes Fault
136 Sequence of statements caused fault
156 LASTCMD
157 Relation caused the fault
158 Last statement caused fault
159 Previous statements caused fault
185 1
186 Assignment Statement Fault
187 Last Statement did not mask fault
188And Sequence pior to last caused fault
212 Change in values caused Fault
213 Exception causes Fault - Not Implemented
214 Or Operand Evaluation cum Fault
233 OVENBUF
234 Rektion caused the fult
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Figure 22 Elsif Template for If.Statement
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Node Fault for Node
64 ELSIF caused the fault
76 Previous conditions evaluated to false
77 Current/fiture ELSIF caused the fault
87 Evaluation of Elsif condition caused fault
88 Current ELSIF caused the fault
89 Other ELSIFs caused the fault
101 Relation caused the fault
102 Current ELSIF condition caused the fault
103 Current ELSIF sequence of statements caused the fault
104 ELSIF caused the fault
117 Relation caused the fault
118 Sequence of statements caused fault
137 OVENTEMP
138 Addition/Subtraction Fault
139 Last statement caused fault




163 Raise Statement Caused Fault
164 Last Statement did not m . faut
165 Sequence prio to last caused fault
189 Wrong Exct pton Raised Caosed Fault
190 • pci• HaWl Caued 1Pault
215 OVENJOTRESPONDING
Figure 23 E£slf Template for If-Statement (Continued)
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For brevity, the templates representing the other elsif alternatives are not depicted. The
templates are identical to the elsif template displayed except for a different sequence of
statements for each elsif. Upon completion of the if-statement translation, the Automated
Code Translation Tool builds the sequence of statements template for the outer for-loop.
This template contains both the embedded for-loop and the if-statement. This template is
used in the outer for-loop template representing the statements within the outer for-loop.
(See Figure 24)
Basically, the template for the outer for-loop will almost be identical to the embedded
for-loop. The only difference is the software fault tree representing the sequence of
statements within the for-loop. For the embedded for-loop, the software fault tree was null
because the statement within the loop is the null-statement. The outer for-loop contains the





Node Fault for Node
14 Soquence of statements caused fault
19 Last stement caused fault
20 Previous statements caused fault
25 Last Statement did not mask fault
26 Sequence pior to last caused fault




Node Fault for Node
3I2po Statement cau~cd fault
LooP never executed7 LooponitiOon evaluation caused fault
8 Nth tn caused fault9 Wrong Type of loop used
10 Iteration =sc0he caused fault
11 Sequence of statements caused fault
12 Condition true past n-I
13 Parameter specification caused fault
15 Condition true at n-I iteration
16 Sequence of sttements kept condition true
17 Identifier specified caused fault
18 Dtscrt range caused fault
22 SAMPLE
23 Range specified caused fault
L 9 AMPLINOJDURATION
Figure 25 Outer For-Loop Template for Procedure FAKE OVEN.CONTROL
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For the procedure FAKEOVEN-CONTROL, the Automated Code Translation Tool
will build the sequence of statements template to represent the body of the procedure. The
"Last Statement Caused Fault" node will have as its child the software fault tree
representing the outer for-loop. Since there is only one statement for this procedure, the
"Sequence Prior to Last Caused Fault" node will be null. (See Figure 26) The result from
the Automated Code Translation Tool was a software fault tree that consisted over 300
nodes. This software fault tree depicted many possible events that could cause a fault. It is




Node Fault for Node
0 Sequence of statements caused fault
1 Last statement caused fault
2 Previous statements caused fault
4 Last StateAent did not mask fault
5 Sequence prior to last caused fault
Figure 26 Sequence of Statement Template for Procedure
FAKE OVEN CONrROL
G. FINISHING THE EXAMPLE ANALYSIS
To view the generated software fault tree in 1IE, the user starts FT and loads the file
by clicking on the "LOAD" icon. FIE will now ask the user for the file to load. By typing
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"NEW_FTE", the software fault tree generated by the Automated Code Translation Tool
will now appear in the graphical box. The software fault tree depicted by FIE may not
contain all the nodes of the NEW_FTE file because the drawing field available in FIE is
limited. In order to view as many nodes as possible in the FTE drawing field, the algorithm
used to generate the X and Y coordinates for the individual nodes was to place nodes on the
appropriate level according to their relationship to the root node and to left justify the nodes
on each level.
The Automated Code Translation Tool provides a service to the analyst. By
automating the code translation, the amount of errors occurring in the translation is reduced
to a minimum. Additionally, the time required by the analyst to perform this step is
drastically reduced, allowing the analyst to make better use of his time. The tool, however,
does not pin-point one specific fault. In order to use the generated software fault tree in
SFTA, the analyst must identify a particular fault and modify the generated software fault
tree accordingly.
For example in the FAKEJOVENCONTROL procedure there existed a for-loop that
at first glance appeared to have ne purpose since the loop body contained only the null-
statement. In actuality, this loop was inserted as a delay to provide the control system the
required time needed to perform its sensing. If this loop was removed when the code was
compiled because of code optimization, the time required to sense the oven temperature
would not be sufficient, This would likely cause the exception
OVENNOTRESPONDING to be raised. Using the generated software fault tree. the
analyst could detect this fault.
Initially, the analyst must select a root fault to analyze. With the selected root fault, G;C
analyst will eliminate the nodes from the output of the Automated Code Translation T1'i
that do not pertain to the selected root fault. Upon completion of this step, the analyv, WiD
need to modify the remaining nodes to ensure that they are relevant to the root fault. Tho,












One question addressed by this research was to look at the possibility of automating
the software fault tree analysis. Another question addressed pertained to the cost of
automating the process. This chapter provides the answers to the questions. Section B
summarizes the significant results of this research. Section C offers recommendations to
practitioners in applying techniques of this sort. Section D concludes by giving suggestions
for future research.
B. RESEARCH SUMMARY
One result of this research demonstrated that SFTA can be automated to some extent.
Analyzing software in a purely manual technique is expensive because of the labor and time
intensive step to traverse and translate the code. A purely manual technique may also
introduce errors because humans make mistakes. The opposite solution, a totally automated
process, has deficiencies because of the loss of human insight and experience of the analyst.
Therefore a balance between manual and automated techniques in SFFA should be applied.
The SFTA process contains a code translation step that is repetitive and labor intensive.
This step is a prime candidate for automation because this step does not require much
fowrsight silce the structures of the proganuning language are constant. With machines
inherently faster than man, using machines to perfonn this task can reduce the amount of
time required. This, how-ver, does not replace the need for the analyst in SFTA.
Another outcome of this study demonstrated that the cost to automate a portion of
SFTA is significantly lower dhan the benefits that automation provides. With tfie existence
of several tools, most notably Aflex to produce a lexical analyzr, Ayacc to produce a
parser; and FIE to provide a tool to draw softwaie fault tes the cost to develop a tooi to
automatically translate code was miniWal. This tool provides many benefits. An automat-d
code tanslation tool provides the analyst the opporturity to use his te more efficiuily
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by reducing the detailed work of code translation. Additionally, the tool allows the analyst
the opportunity to focus on semantics of the analysis and not the syntax of the code.
Comparing the costs versus the benefits of automation, the benefits out weigh the
associated costs.
C. RECOMMENDATIONS
The results of this research can help the analyst in providing safe software by
facilitating the SFTA process. This thesis uses the concept of SFTA in ensuring that the
software for the computer systems is safe. SFTA is not a new idea in software safety,
however, the majority of research in SFTA has been performed using manual techniques.
Since it has been proven in various research that tasks that require continuous and/or
repetitive work is better performed by machines than man, this thesis looked at automating
part of the SFTA process, specifically the code translation step. This thesis introduces a tool
that removes a large percentage of the human interface. With the introduction of the
Automated Code Translation Tool prototype, the tool eliminates the possible errors that
could have occurred if the code translation step of SFTA was performed manually.
The Automated Code Translation Tool is a prototype to perform code translation for
Ada statements. This tool works on several assumptions. Primarily, this tool is intended to
provide an initial translation of the code. This translation is developed with the intention
that it will be refined by the analyst. Additionally, this tool looks only at the syntax of the
code. Assuming that the code is syntactically correct and that there are no overt logic errors
or other errors in the code, this tool will take the input code and translate it into structures
that can be used in SFTA.
This tool was developed to look at programs vwritten in the Ada programming
language. This tool should be used as a means to translate Ada statements into software
fault tree structures representing the statements. The results from this tool should be
followed by a thorough review by the analyst to make adjustments where necessary. This
tool is a prototype and the result should not be used without an analyst.
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D. FUTURE RESEARCH
There are several avenues of research that can be examined in the future as follow-up
studies to this work. As a prototype, this tool looked at only a subset of Ada structures. This
work can be expanded to contain the Ada structures that were not included. More
specifically, the concept of tasks and exception handling need to be addressed. This tool is
a stepping stone in the direction to automate code translation; however, the tool can not be
complete until all of the Ada structures are implemented.
Another potential area of research might involve the interface with a graphical editor
to display the software fault tree. Even though FTE provides a good graphical editor, the
limitation on the drawing field poses a problem. Software fault trees tend to be large by
their very nature and a graphical editor is needed to be able to depict the software fault tree
in its entirety. Along with this, the algorithm used in the prototype to give the nodes X and
Y coordinates was simple. To make the software fault tree more aesthetically pleasing, a
more sophisticated algorithm should be developed and implemented.
Translating the output from the Automated Code Translation Tool to a usable software
fault tree is another possible area of futmue research. An automated process to eliminate
unrelated parts of the software fault tree and modify the remaining parts to be relevant to
the selected root fault would reduce the amount of time necessary for software fault tree
analysis and reduce the amount of possible, errors caused by the human factor.
Finally, this tool provides a static code translation without any consideration to the
actual fault. Future work can examine the possibility of expanding autormation in SFTA by
looking at the faults more dynamically as the software is working. The process of SFTA is
lengthy and costly. With the introducLtun of automation into the process both the time to
perform SFTA and the cost of SFTA can be reduced. This research has established soine
initial observations and steps towards automation of SFTA, but many more question air left
unanswered.
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APPENDIX A:, AYACC AND AFLEX INPUT
A. AYACC SPECIF ICATION FILE:
- Specification file is a modified version of the Taback and Deepak specification
- file. The Taback and DeepA version was an adaptation of the Heaman Fischer file
- file used for Yacc.
%token '<' V51'
%token ARROW DOUBLE-DOT DOUBLE..STAR ASSIGNMEN INE-QUALITY
%token ORBA TERhAN-OR-EQUAL L)ESS-THAN.OR-EQUAL
%token LEFr..LABELBRACKET RIGHT..LABEL...BRACKETv
%token BOX
%token ABORTJOKEN ABS_7`OKEN ACCEPT-TOKEN
ACCESSJOKEN
%token ALL-TOKEN AND-TOKEN ARRAY-TOKEN ALT.OKEN
%token BEGIN-TOKEN BODYJO0KEN
%token CASEJOKEN CONSTANTJOKEN
%token DECLAREJTOKEN DELAYJ.OKEN DELTAJOKEN
DIGITSTOKEN DOJTOKEN





%token IF-TOKE3N INJOKEN IS-TOKEN
%tokcai UMIThILTOKEN LOOPJTOKEN
%moken MODJOKEN
%token NEWJOKEN NOTJOKEN NIJLLTOKEN
%token OFJTOKEN OR_7OKEN OThEMRSTOKEN OUTJOKEN
*wken PACKAGE.TOKEIN PRAGMAJOKEN PRIVATE-TOKEIN
PROCEDUREJOKEN
%tokeni RAISE-TOKEN RANOEJOKEN RECORD-.TOME REM-TOMF
!MENAESJOKEN
%token RETURN.J.OKEN RI3VERSETOKEN
%token SELEiCT-TOKEN SEPAMAThJOKEN SUBTYPEJOXEN
%W"ke TASK-TOKEN IERMINATEJOICEN THENJODKEN
TYPEJOKEN
%token USEJOKEN





%"wk ERROR 1 IRROR12 ERROR3 ERROR4 ERRORS ERRROR6
ERRORI ERROR8




%with fuLtmeegenerator, trae-jakage, tmaversejpkg, textjo
%use faulttrzee-enemcr, rawe..package, travezse..pkg, textjio





OTHERS..CHECK: BOOLEAN := FALSE;
type stype..ar is (int. ude);
type yyszype (foanvsype..yar := int) is
record
case form is
when irn => intjt: integer,
when nde => nodejt stjisLnodoptr,
end case,
end rwcod:
se~othersjue : (OTHERS-.CHECK :a TRUE;):












I ty-i I subty,.A
I subpJgL4 I pkg.d
I taskd I gen-.d





Witsu 1:1 tubty-nd.-.ASN..capr. ;'
I Waeits T CONSTANT-TOKEN subtyjand .... SN..csW.;';
I idents ': c...ar,.det ASN..expu. *';'
I Wmmis':' CONSTANT-TOIC c...uTde ~ASN..twp. T;
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number-d:
idents ':' CONSTANT..TOKEN ASSIGNIIENT expr';';




TYPE-TOKEN IDENTIFIER IS...TOKEN ty-.def t.t
I TYPEJOKEN IDENTIFIE disc_.part IS-TOKEN ty..d.de';'
ty-.def :
enum-ty-def I itger-ty..ef
I real y-def I affay-ty-.def
I rec-ty-.def I accessjty.def
I deuived-ty..ef;
subty-.d:







daivcdjy-.def : NEW..TOKEN subtyjnd:
zng-.c : RANGE-TOKEN mg (5$ -.= 52;);
ms :
namne 45$ :o (fonn m> ndc,
node-t ->' BUILDJ(ANGE-NAME (S1.nodaej)),
I slm..exprDOUBLE-DOT sim..czpri
$S$:m(form a>Mend.


















ARRAYJOKE.N T' idxsubty..def ... idx-subty.Aef.. )' OFOKIEN
subty..ind;
c~arr..cef:
ARRAY-TOKEN idx-c OFIJOKEN subtyind;
didz.subty-.def : namo RANGE-TOME BOX;
kidx.c : T'dsrjitg...dsmrjui&, ;
d=crjg:
MS I 4SS.u(form w> ado.
nodej -> BUILD-.DESCRRNO..1 (SInodc_));





I ..prag. .=cponjLd. vadanzpw..pui.4a.





'C discr..spe~c ... discjpec..')T;






WH1EN-TOKEN choice -.or-..choice.. ARROW
cmnpons;
choice : sim-.expr S:S;




I sim.expr DOUBLE.DOT sim-..epr














I rep-l I use-C.cl
Wer-.Aec~lim: body
I subprg~d I pk"d

















node-t -> NAMBL.TEMPLATh (YYText)););






selcct dcmpon : prefix .' scletor;
selctor : slm-i
I CHARArfRJXnRRMl. I op-symbol I ALLOKEN;






1 choice . or..cho. ARROW oqw




1 rel..OR-.jeL. M$: SI-;)
I reL.ORELSInL. (5 Si;
1 rel..XORreL. $W:Si)
rel :
sim-exPr Jdalop-simexpr. ($$ := (form => ride,





.unmyaddop.term..binary...ad..op-t.erm.. IS$ :- SI;);
term : factor..muILop-Jaczir.. ($$.- Si;);
factor :pri-EXP__mi. JS$ :-$I;)
I ABS-TOKEN pri 1$$:- $2;)
1 NOTJOK.N pgi (5$:* $2;);
pri :
numericjiteral 4 $5:= (form *> ride,
nodej = VALUE JEMPLATE (YyTezt));)













biaazjdd-op : Y ($5 :w (form vt ride,
nodet a> (ADD-YAULT-TEMPLAIE)); I
IY'4$Su(tonri M~nde.
node-t -> (SUB-YAULTT~bMLATE));)











I NEW-.TOKEN tyjnk aggr
I NEW..YOKEN ty~jnk ' aggr;
Se~qOf..smttS ..prag.. sthut .. tmL.
($5 (form => nde,
nodcet -> STATENMES
($3.NODE-T,
..Ilabel.. sint.stmt 45 =S241
I .. abel.. compowi4_stmt (SS:= $2)
sim..stnt :nulLstmt 15$$: $1:)


















laWe : LEFIUABELDRACKET simj~RIGHTJ.ADEL,_BRACKET;
nufljzmt : NULL-TOKEN'
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assigmnenLsmtit: name ASSIGNMENT expr 1-1




















5$ :u (ftrm -> ndenodcj a> BUILDCASESTITTEMPLATh
($2.node-1.
case-stmLa!I:
W]HENJTOKEN choice "_..chok-a.. ARROW
scq..of..stzns






45$ a (f(cn w> nda~riodcHa>B IL'jpmsvrr
:WHILI-TKEN cond












(5$ := (form => tide nodecj => BUELD_.LOOP.Y1M...PEC












EXIT-TOME .epadWndj. .WHEconi. *';













{$$ := (foam => nde, node3s => NAW-EhMPLATE(YYTEXl));;
'C prmn-sec ...pnn. m..se.
idents ':' mode ty..mk ..ASN..expr.


















PACKAGST0KHN DODY J9KEIN sim..n 1S..OKEN
LND-3OKEN si-A';'
TYPE,"OKJN IDENflPMfl JS-T0KJPN .14'M.D. FlUVA1O-TKEN T
I YPELTOX(EN WDENfl1PI 4i~sm-pa I&-TOKN I1MfED, PlUVATh...TOKEN %
use~cs USILTOKEN cupmndeJ- -AV..cpado.Xn.
idoot :? tyjnk* RliNAME&.TOIN nume '
kI &deta :' EX(CEMON.OKEN RENAMESJOKEMN eapwadndj ;
I PACvArwTJOIEh UM~L"VER REA SOE apf~fumktl












I ENTRY-TOKEN WDENTIFIER C dscr-jig )'Y Imtpazt.
..pg. name ;
ACCP'V2FOKTEN sbtim-.n .P1-idx-R.fwmW#.





















aborLstnt : ABORT..TOKEN nanie ... name..;'.'
comkpilation :..compilatio-uinit..
j-- Code to print out the system table of proc and funct
NEW-PAGE;
NEWLINE;
if TAB..COUNTER~ 1 > 0 then
PUT ("The number of procedurestfunctions on the table are )
PUT(TAB-.COUN'IER -1, width => 5);
NE.W_.LINE(2);
PUT..LINE('The procedures/functions and their root faults on the table )
PUT..LINE("are the following: )
MUMJE(--
NEW-LINE;





PUT.J.JNE("Above are the procedure/functions and root faults.*);
else




- Code toprnt outth cexception table of exceptions
NE WJJE( 10):,
if EXCEPT-COUNTER -I 1 ,then
PUT ("The number of exceptions on the ta&l are )
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PUT(EXCE 7r-COUNER -1, width => 5);
NFWj2IN3(2);
PUTJJNEM("The exceptions and their root falults ani the table )
PUTJ]N(*ar the following: )
PUT-LINE("K)
NEWJINE;






PJUT...N "Above are the exceptions and their root faults.";
else





coptex~c1 librazy..unit I SS :- S2;
- Procedure to print nodes to sacren
NEW-PAGE;
1EMTRAVERSAL(S2.NODET);



















subprg-spec IS-TOKEN SEPARATETOKEN ','
I PACKAGE.JOKEN BODY-TYOKEN simnu ISJO0KEN SEPARATE_-TOKEN ':
I TASK..TOKEN BODY-TOKEN sim-.n IS-TOKEN SEPARATE-.TOKEN ;
subunit : SEPAPATEJTOKENT' expanded-n )'Yproperjbody;,
excptn..d : identsT''EXCEPTIONJOKEN';
excptb-handler:
WHEN...OKEN excptn...choice ..or...excptn-Jioice.. ARROW
seq..of...strnts





EXCEPTCOUNTER := EXCEPTCOUNTER + 1;)
excputnI0oice : expandedji ($5 := Si:)
I OTHERS.TOKEN{SS := (fonn => tide,
node-t => NAME.TMdPLAMEYYTEXT)););
raise-.stmt :R.AlSlLTOKEN .cxpande4Ln. ';
SS5:= (fwin => nde,
nodoj s BUILD...RAISE.(S2.NOflE...Th)I
gen-d : gen-.spc ;u
gcnjmi4pan subprgspcc
I gcmfiLpuit 04-4= ;c
gcag-finl-an GENERICJTOKEN -pn~prm-..d;




'n('BOX T) I RANGkTOKEN BOX I DOITSJTOKEN BOX I DELTA.TOKEN BOX




























algLcI: AT-TOME MOD-TOKEN~ aim-ewp at
crmponsLe
namev AT-TOKEN slm...ei RANUE..TOKEN m' 1
ad&ms-d FOR-TOKEN &Wms USILTO)EN AT..1IKEN sAm..ea~':';






















a .mporui. cMpogjI ..JEg,.
I .-VarianL. vawiawu
.. ot~choke-ISS :w (orrn w> rde.
I ..or..chice.Tchoic $:.tm ano









rel ANDJTOKEN rel IS$5:= (form => nde,
no&_t -> BUILDYtEL...AND (S1.nojw_,
S3.nodejt));)
I irC..AND.-x...C.AND..TKEN reT 45$ -0(or ->nd~e,
node~t -> BUILD-REL_.AND (S1.uodej,
ret.OR..jet.:
rel OR.OKEN ml f(SS =(form =>nde,
siock-L -> BUILD-.REL_.OR (Slxtode-t,
S3.nodeJt));,)
I re1..OR,_met.OR-TOME re fS$:= (form => nde,






I ..XORjct. XORTOXEN reT;
ret.AND__TRBN~&.je:
iciANDJITOKNTHENTOK.PEN rot ($5 :m(fwm i .>ndc.
aode... a> BUILDRE..AND..THEN (S inwodJ_.
S4.nokej));-)
I ret.ANDTHEN-iet. ANDTOKEN THEN-TOKCEN rdt
45$ m-(fonin is> P,
uodc-t m-> SUI"fl AND..THEN (SIlno&_t.
rEd OR-TOME ELSE TOKEN mlt (5$$: (form w> n&d,
rnodo- a> SULD-RELOt(.ESM (Sim&odet
$4.nodejW))
I reLOk_.LSE,_PcL OR.Th1XEN ELSILTOiEN We
($$.,-(form W~ind.
uodt - BUILDJ BL.OkELS (S I mokj.
S4.ode~ft));
Jre-a-op-sw...eiw. : 4$ ** (form L* Ode.
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I relaLop Simexpr {S$$:= $2;) ;
simexp.NOT.IN mg-rsm.exprNOT.IN~tyjnkl




term ($3 := $I;)
I uiaryadd-.op term
I .unary-.add..op.ten..binary-add-op..tmm..
binary..ad4..op term ($$ :- (form => nde,
noode-t -> ADD..SUB..TEMPLATh S.ndj
S2.nodejt.
S3.nodejt)).);.
factor i $S := $ 1;)








AM..la Suati .4la.. ISS :s (form w> ride.
nodoj-- STATEMENTS ($I.NODrLT.
I Ja. Iabl
.. EISIF~ond Nscqo~sunta. :wI3 (foim =>' a&d,
I M ESIF-oondTH1EN-scq-.o$...urs.
ELSIFjIWflFN Con THENJhKEN




YSEsmq-of-strnts.: ($SS: (form => nde,
node-.t => null);)
I ELSEJ'OIEN
seq..of.stnts (5$ :=(form => nde,





Si$:. (form Z> nde,
node-t -> BUILD..CASE...AL~j-MOPE(S2m&_dt~
S3.nodcoj)); ) -
.. Caw~sn~aIL: ($$ -a (foan -> ndcý
node-t => null); )
I..Mw.stnLalL. C~seJniLalt 45$ := (form a> doe
nodo-t => BUID..CASE_.ALTJo moRE
($l.nodej,
52.nodeft));)
~imiC. 45 a(form -> ode,
node-I -> null);)
I simn;n
4wrmin~c~imo.: 5$ :u(foffm a>tgdo.
no&-' W> OUlR);)
I iteraiioo-sch=m (SS t$:1; );
REVERSE. : ($5:-0 (form a, tidr.
W&dltoa> null); )
I REVI3RALTOI( (5$ :. (form -> mkd,
nodojt *) BUILflJU3EMSAYODE),)
I D~CLAREmICE9N
-EXC~FlONetuPmnbu~.=cpxnjiandl...: $ -a (oma is> odle,
aodce. ->nu))I EXC7IIONJOKEN
=~ptnjhvndktIerf l$ S1;
I ecqpcUA~adlerscucp&Jandie (S$ -*m(form *> nile.
004-t -> 3OIKEXCEPTONS($ 1.4ODELT.
$2.NOJDEThI)
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I ..OlLsekCL8L. ORJOKEN selec~at;
.WHEN-condARROW.slc~c..waiLaI::
selec-yaiLalt




..prmg. dday-9..s w sq~oLstrs.;





I -ecL,: u-L.wi- uecs
I useCISl Mse.c -s..'g:
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..sluA-n..:
I ... sim-n.'. 't sih
..or..excputichoice,..:










I... gen-.as.. 1,1 genaw;
4cajLfm~mARROW.gca-aL4Jm:




with fauht-recgenmwtc, awe4-pal8e.. tmSmpkg,




echo :boolean -= false;
numnber..oL~emrws: natural-.-0
end parser,
with adajokens, ala..gow, adashift-peduce. adaje. ada-jei;dfa. textjo;,
use adatokens, ada-goto. ada...siftjeduce, adaljex. adajexjifa. wteito;
package body parme is
package INTGE&-INOUIT is new INMEKJOQNTEGMER);
use lNTGER-jNouT:
procedure yyermors: in siringm '=syntax Cflt) is
begin







B. AFLEX SPECIFICATION FILE
































I A)I B)I 10) (R) I T)I ~EMrn RINiM (): r ~ AD RT..T0KI M);
AIA)(B) IS) I C-11; M UM, retw (A,6SjT01KN);
I A I(C) IC) I ) (P) IT) (EC~r W"U) ~ rt=(AC(VT)T0XiFN):)
I(A) I(C) ICQ) IE)4I ,( S I f tPCW); E-M~ M,. ,um(AMtSS _OKEN).)
SA)I(L) IL) I EC110 WThRý'Lr fvwvKAL..T0KEN))
(A) (N) ID) (ECHO;. i-NHi-Rf);w tw4iiAND.0KEN,);
IA)(RI1R)IA)IYJ1týC11O. N1.R(Z)~relum(ARRAYJTOKEN);)I
(A)IT) I.C11O; F.N5RTEM, umm{AT30KVN;)
181 (E) fG III1 INI(EtZHO ENMhR(Z); ncuu9BEIIN-TOX WN);
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B I 10)1 D)I Y I I(ECHO; ENTER(Z). r^tun(30DY-TOKFN~j
IC) (A! I S)IE iE ~CHO; IRYTTh(Z); netmCASE-IOKEN);)
JC) (0) N)IS) IT) (A) (N) IT) (PCHIO;ENTER(Z); re-ni(CONSTANTIOKENt);
(DI J)j(C) IL) (A) (RI(EJ (ECHO; ENTB(k.); return(DECLARB-TOKEN);)
(DI (Ej IL) (A) (Y) (ECHO; ENTER(Z; reimr(DELAY-TOKEN):
fDI(E) (LifT) (A) (ECHO; ENTER(Z);r wifPELTAJOMKEN);
(Dl (11(GI (1) (TI(S) (ECHO; ENTER(Z); mtumCn(YlCil'S.j`OKEN);
(DI (0) (ECHO; ENTER(Z); rewun(DOjTOKE; I
(E)ILI(S)(E) (ECHO; ENTER(Z); retrn(ELSELTOKEN);)
(El (Lj(SI(jl(F) (ECHO; ENTER(Z): retum(ELS.TJOKEN);)
(E) (N) (D) (ECHO; ENTER(Z; retum(ENQ.YOKEN);
(E)I4N) (T) (R) Y) (ECHO; 'ENTR(Z); r&-trnRYTOKEN;)
(E)(X) (C)(E)(P)(T)(IjJ)(ON) (ECHO; ENTER(Z); rewurnEXCEPTON-.TOKEN);)
4 E) (Xl (1 TI (ECHO; ENTER(Z); rtm(LJTT0KEN);)
(F!!) JR)  (ECHO; ENTER(Z); reurn(FOR-TOKEN);)
(F~) (U) IN) (C) IT) (1)10) 1(N) (ECHO: ENTER(Z). retum(FtJNCTION-TOKEN)l
I40) (E~l'4N)E) (R)(1)C) (ECHO; EN51ER(Z; reluwi(GENERQcTOJE);)
(G)I O)(TI(O) (ECHO;. ENTER(Z), retuin(GOTOJTOKEM:);
(11)(F) (ECHO, ENTERMZ: tewmm(Ij0KEN)
11) (N) (ECHO; ENTER(Z); fttmMLTO1EN);)
IMlS) (ECHO: ENTER(Z); tdm(]SjKN)
(LIII) (MI (I)(T)(E) ID) (ECHO; ENTER(7-1; rum(LMflDTOK.EN.)
(LIJ)IO)(OPI (ECHO;ENTER-(Z):.rebitu.OOP..JOKEN}:)
WHM) ()() I(ECHO; MNTBR(Z); reln(M0D..TO00M;)
(NI(E)(W) (ECHO; ENTER(Z). r~m(nKWW-)KEN).j
IN) (0)(T) ISECHO; ENT04RZ4 rowni(NOTTOKEMN);
IN)UI(U(L!Ll (ECHO; BEht.RMZ~; rmmVNLUL-0KMN);
MI1R) (E CHO; FINI(Z); ~un~jXKN;
(0) (T~fH)f4E (R) (Sj I(ECHO; WNTE(Z). m- um(OTHRfS-T0YXV):)
(0) (U) (T) (ECH0. ENMh(ZY; rtutrni(0UTJOKMN; I
(P)(A)(C)(K)(A)(G)(E) (FCHO;Ei~flR(Z):um~(PACKvAGE3TOKN);
(P)(R)(A)IG)IM)(A) (ECHO. ENTER(Z)rauwi(PPAOMA2I'OKRN):
(P) R1 (. (I(V) IA) ITj IE) (ECHO; ENTER(Z); wetu*M(PVA17hJ'OICN: I
IP) (K) (Q)C) ~(D)ID) () R) (B) (ECHO. ENTR(Z). raum(PROCEDURETOYMN);)
(RI (Aj~) (  Sjf) (ECHO; N~T-EK(Z), rtiuz(RAYSE.-TOKE);,)
(RI (A) (N) (01 () (ECHO: ENhM(Z)! rciw,(RANGELTOKEN);)
(RI(Ej(CI(Oj)(P)DI (ECHO. ENUR(Z). mtwnMi4REC-lTjK9N);l
(R)IB)(M) (ECHO; ENMhR{2-). rviuni9R9MMOKMN);
(K)(El (N) (A) (M) (B) S) (ECHO; ENTE"MR(Z);t W(1UkNAMES-TOKEN);
I(R)I El) (T) (U) (R I (N)(IBCHO. W-NTBR(Z); miumi(M1XRNTOKEN; I
(RI (E)(V)(E) (R)IS) (E) (EC~hO; BNTERZ taum(REVERSE...TONJEN)-;
(S) (B) (L)(E) (C) IT) (ECHO. EN-MR(Z.); rn.SELECt..TOKEN;I
(S)(IE(P) IA) K) (A) (T) (El(ECHtO; ENTER(Z); rewmISEPARATE-TOKEN.);
(S) (U)(B) (TtY) (P)(E)(E.C1O: BNThR(Z); reum(SUflTYPE3TOKEN;)
(TI(A)(IS) (K) (ECHO, EN'hR(Z).: rcur(TASK..TOKEN);
4?) B) (K) (M) 111(N)(AlIT) (E)(ECHO; EN'TEK(); rtwii(ThRMINATh..TOKEN);)
(TI (HII) lN)(E-CHO; EN~tR(Z); rcurn(THEN..TOKEN);)1
IT) IY) IPI (EJ IECHO; E-NTE(Z);. rtfltut P6..TOH; I
IUH)$-IE) (ECHO; ENMhR(Z).Miwni(USETOKEN):)
(W) IN)(9) IN)41=0. ENTEKZ). m=(wWHEN_.TO0CEN;)
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(WI(HI (11)(L) (El (ECHO; ENtER(Z); return(WHILEjOKEN);l
(WI 11) {TI (H) (ECHO; ENT1BR(Z); return(WJTrHjOKEN);}
IX)(OI (RI (ECHO; ENTER(Z); xeturn(XOKTOIEMN):
'=>" (ECHO; ENTERMZ) ieturr2(ARROW);)
"."(ECHO; ENTER(Z); OLD')
~"(ECHO; ENTFR(Z\; retuni(DOUBLE3STAR);I
":-" (CHO; EN11hR(,); retuinASSIGNEN~I);)
"1"(ECHO; ENThR(Z); retarn(INEQUAUTrY);}
>" (ECHO; EN1hR(Z); reun(GREATER...THANO-R...QUAL);I
"<"[ECHO; ENThRCZ); reu(ESS-THAN-OI(EQUAL);)
"" (ECHO; FNTER(Z);, reumLMLABEL.BRACKET);I
>" (ECHO; ENTER(Z); reu(IGHT-LABEL-BRACKETh I
"" (ECHO; ENTER(Z); riutarnBOX);I
&"(ECHO; ENTER(Z); returC&~); I
"I (ECHO; ENTER(Z); retumrn,')1; )







":" ECHO; EN'IBR(Z); returnC:');I
;"(ECHO; ENTER(Z); return(';');I
S(ECHO; ENTER(Z); return('<);I
I CO E-RZ) eur()
- (ECHO; ENTER(Z); returnC=);I
"I"(ECHO; ENTER(Z); retum(T');)








\"[A]*~'"))*" ECHO; ENTER(Z); meunt(STRING LITERAL); I
.g>\([A1N\N)\' (ECHO; ENTE(Z); retti(CHARACTERLITERAL);)
[ \fl ECHO; - ignore spaces and tabs
".. ECHIO; - ignore comments to end-of-line
(ECHO;
textjio.putjine("?? lexical emrro & adajex..dfa~yytext & *??*);.






lines : positive:= 1;
nunermrw s: natural := 0;
procedure linenum;
function yylex return token;
end adajex;









APPENDIX B: SOURCE CODE FOR TEMPLATE
GENERATOR TOOL




package INTEGER_INOUT is new INTEGERIOU(INTEGER);
use INTh1ER..NOUT;
package BOOLEANJNOUT is new ENUMERATIONJO(BOOLEAN);
use BOOLEANJNOUT;
MAXCHARLONG :INTEGER := 80;
MAXCHARSHORT : INTEGER 10;
MAXENTRY : INTEGER 100;
subtype GATEJTYPE is INTEGER range 0..2;
subtype NODEJYPE is INTEGER range 1.6;
- Represents types of gazes for fault tree
NOGATE : CONSTANT GATE_TYPE := 0;
ANDGATE : CONSTANT GATEY•`PE:= 1;
ORGATE : CONSTANT GATETYPE := 2;
- Represents figures for fault tree
RECTANGLE CONSTANT NODETYPE := 1;
CIRCLE CONSTANT NODEJTYPE:= 2;
DIAMOND CONSTANT NODETYPE:- 3;
ELLIPSE CONSTANT NODETYPE := 4;
HOUSE CONSTANT NODE.TYPE:= 5;
TRIANGLE : CONSTANT NODEjYPE := 6;
- Data structure to represent a node within fault tree
type STLISTNODE is private;
type ST..LISTNODEJTR is access STLISTNODE;
- Data structure to represent output locations
type OUTPUTLOCATION is private;
type OUTPUT..-LOCATIONJIP Ns access OUTPUTLOCATION;
- Data structure for system table records
type TAB.ENTRY is
record




- Data structure representing system table
type SYS-TABLE is ARRAY(1..MAXENTRY) of TAB-ENTRY;
- Data structure for exception table records
type EXCEPTENTRY is
record
EXCEPTNAME : STRING(1..MAX_CHARLONG) := (OTHERS => ");
EXCEPTYIR : ST.J.STNODETR;
end record;
- Data structure representing the exception table
type EXCEPTTABLE is army (1.100) of EXCEPTENTRY;
- Functions to access part of the data structure, due to private type
function RETURN-CHILD (FIRST: STLIST.NODEIPTR)
return ST._LISTNODE..1R
function RE¶RJRN-CFILDPREV (FIRST: STIJISTNODEJ`TR)
return STLIST_NODE-M
function RET VRN-.ROOT.FAULT (FIRST: ST.IST.NODEJTR)
return STRING;
function RET1JRNGATE_TYPE (FIRST: ST..LISTNODE..r)
return GATE-TYPE:
function RETURNNOCHILDREN (FIRST: STLISTNODEFIR)
return NATURAL;
function RETURNNODE-TYPI (FIRST: STLIST.NODEYTR)
return NODE-TYPE;
function RETURNX...COORD (FIRST: ST.LISTYNODE..R)
return INTEGER;
function RETURN_YCOORD (FIRST: ST.LISTNODE_.FR)
return INTEGOER
function RETURN-STARTL (FIRST: ST.LSTNODE-R)
return NATURAL;
function RETURN.END.L (FIRST: ST..LISTNODEITR)
r•un NATURAL;
function REURNILE.NAU (FIRST: ST..-.LISTNODE-IR)
return STRING;
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function RETURNJABEL (FIRST: STJLISTNODEFIR)
return STRING;
- Procedures to put values onto node structure
procedure PUSH..LABEL (FIRST : STLISTNODEqTR;
LABEL : STRING);
procedure PUSHFILE. (FIRST : ST.JST.ODEJfRM
LABEL : STRING);
procedure PUSIHXCOORD (FIRST : STJLSTNODEITR;
NUMBER : INTEGER);
procedure PUSY..YCOORD (FIRST : STLISTNODEY1X
NUMBER : INTEGER);
Procedures to print the values of the nodes
procedure PRINT-NODE (NODE: in ST.LIST.NODETR);
procedure PRINTLCHILDRENJNODES (NODE: in STJJST.NODE-JR);
procedure PRINTSCHILDREN-OF..CHLDREN (NODE: in out STLIST..NODETR);
procedure PRINTCHILDRENOFCH1LDREN.PREVIOUS (NODE : in out
STLISTNODE.FlX);
- Functions to build templates
function NAME_TEMPLATE (ID: STRING) return ST..LIST..NODEITR;
function VALUEJEMPLATE (ID: STRING) return STLIST_NODEj.rR;
function DIVISIONBYMZEROTEMPLATE return STJJST.NODETR;
function ADDYFAULT_TEMPLATE return STUIST.NODEJTR;
function SUB-FAULT-TEMPLATE return STLSTNODEJTR
function ADDSUBTEMPLATE (FIRST, SECOND, THIRD: STLIST.NODEJYI)
return ST..LIST.NODEYTR
function DIV_MULTLTEMPLATE (FIRST, SECOND, THIRD: ST.LIST.NODEJTR)
return ST_LIST.NODEYIqX
function INDEXCOWMPJTEMPLATE (FIRST, SECOND: ST..LISTNODEJ.r)
return ST..LISTNODEJYTM
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function ASSIGNMEINLTE:MPLATE (FIRT, SECOND: STLIST.NODEJIR)
return ST-LIST-NODE-FlM
function IFSTAENMENTJEMPLATE (FIRT, SECOND, THIRD, FOURTH:
ST-.LISTYNODE.YTR)
return STJ.ISTNODEJ'1X
function EL.SIFJTEMPLATE (FIRST, SECOND, THIRD: ST LISTNODEYI'R)
ratum STLISTNODEMT
function ELSE...ThMPLATE (MRT: SL.LISTNODE-YrR)
return STýLIST NODEJYTR
function STAThMIENTS (FIRST, SECOND : ST .LIST.NODEJqR)
return ST ..LST-NODE-YMh
function BUILD_.REL (FIRST, SECOND: ST..LISTNQDEJTR)
return ST-LIST-NODE..PT;
function BUILDRIELAND (FIRT. SECOND: STUSTNODE.YI1R)
return STLIST_.NODEJI`R;
function BUILDRBLOR (FIRST, SECOND: STJIST..,NODETR)
return Slt.LISTNODE,_PR;
function BUELDREL..AND-.THEN MFRT, SECOND: ST..LIST..NODBJIX)
rtUrn ST..LIST..NODETR;
function BUILDJEL...ORELSE (FIRST, SECOND :. STLIST NODE..YPT)
return STLIST..NODEPTR.
function BUILD..RANGE~jNA1ME (FIST: ST-.L.IST-NODEYTR)
return ST-LISTYNODEJI1M,
function BUILDRNO (FIRST, SECOND: STJ2STNODEjYMQ
return STLIST_.NODE..YTR:
function BUILDDESCRRNOJl (FIRST: ST-USTNODEJTR)
return ST..lIST...NODEJYIR:




function BUILD...LOOPYPRMvSPEC (FRT, SECOND, THIRD: STU.LST...NODEy)TR
return ST-LIST-NODEY)I1R
function BUILDYFOR-ITERATION (FRT: STJ..IST_.NODEJYTh)
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return ST_...ISTYNODEJh
function BUILDLWH]LEJTERATION (FIRST: STJ..IST-NODEJYR)
retun ST.LIST...NODEY11-
function BUILDJOOP..STMT (FIRST, SECOND: ST LIST NODEJIJR)
return ST-...IST..NODEPTR;
function BUIRD-.CASE-STMT-TEMPLATE MFRT, SECOND: ST-J.IST-NODE.YTR)
return STLISTNODE~qR,
function BUILDCASEALT1jMORE (FIRST, SECOND: ST_,.ISTNODEJYT)
meumn ST...LIST-NODEW4







function BUILD...OR.CHOICE (FIRST, SECOND: STLIST NODEJTR)
return ST..LIST-NODEyTR
function BUILD..CHOICE-2 (FIRST, SECOND: ST-.LIST-NODE-PIh)
retur ST.LISTNODEJ'Th
function BU t).-CHOICE-3 (FIRST. SECOND: ST-.LIST..$ODEYPM)
retur ST-4ST-NODEYIR,-








function JOIN..EXCEMTONS (FIRST : Slý_ISTNODE.JYT
SECOND : ST..XISTYNODEYII)
rmumn ST..LISTNODE~Th4
function BUILD-EXCEPTON (FIRST : ST.LISTNODEyqth
SECOND : ST-LIST..NOIDE-YI)
retum SUISTNODE.Y1X:





function BUILDJAISE (FRST : STJ.JSTYNODE-YT)
return ST-LISTYNODEYTR






ST!_ODE...LADEL :STRING(I..MAX..CHAR.SHORI) :- (others => )
ROOTFAULT :Slh~hTG(1..MAX_.CHARLONG) := (others =>'").
FHLENAME :STRNGO-.MAX...CHAR-LONG) -u (others,.>");
STARTJ.JINE :NATURAL := 0.
END._LINE :NATURAL -0;
X_.COORDINATE :INTEGER =0;
Y...COORDINATE : INTEGER :w01,
TYPEJNOJDE : NODE.,YYPE 1: I
TYPEGATE : GA1E..YPE : 0.
NUMBEROF_,CHILI)REN :NATURAL :a0.
PRE V_.STYPTR :STLISTNODEJJ1Y : NULL,





OUTPUT..LABEL :STRIG(I..MAX-.CHAR.LONG) .(other > )
ouTPuTJ.N :NATURAL := 0;
OUTPUTSTSTART_.NODE :STLISTNODEJTR : NULL;
PRE VOLYIPUF.-LOCATION : OUWPUT.,LOCATIONJYR :m' NULL;




B. PACKAGE BODY FOR FAULT TREE GENERATOR
packae. body FAULLTREE&GENERATOR. is
- Function to remmi chid to other package for visibility
function RETURN-.CHELD (FIRST: ST-UST-NODEJTR)
retun ST-LJSTYNODEY-h. is
TEMP : STJJIST-NODE-M1




-. Function to remZTI child prey to othe package for visibility
function RETUJRNCHILDREV (FIRST: STUSTNODEMT)
retur ST-.LIST...NODE"J is
TEMP : ST-.LJST-NODE,.P'1




- Function to tatwil roo fault to odicr pwAcage for visibility
function RETURN,..ROOCF.AULT (FIRST: STUST3'NODEMl)
Jautw~ STRING is
begin - RETURN ROOT FAUL.T
RETURN FIRSThROOT-FAULT',
end RETURN-.ROOT-YAULT;-
- Function to remu gate type to other packae for visbiiy
function RETURN-OATE-.TYPE (FIR.ST: STJLIST-NODEYIR)
return GAIETYPE bs
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begin - RETURN GATE TYPE
RETURN FlRST.TYPJGATE;
end RETURNGATETYPE
- Function to return number of children to other package for visibility
function RETURN-NOCHILDREN (FIRST: ST.IST!NODE.jR)
retm NATURAL is
begin - RETURN NO CHILDREN
RETURN FRST.NUMBER..LOFCHILDREN;
end REUR NOCHILDREN;
- Function to retwn nod tpe to other package for vidbility
function RETURNNODEWTYPE (FIRST: ST.WSTNODEJ.R)
return NODELTYPE is
begin - RETURN NODE_TYPE
RETURN FIST.TYPE-NOlE;
cnd RETURNJNODITYPE;
- Ftimon to retn x codinate to other package for vWi ty
function RETURNXCOORI (FIRST: STIST.NODEPM)
tou INTVEGER is
begin - RETURN XCOOIRDINATE
RETURN FRST.X.COORDINATh
end RETURN_X)COORD,
- Function to return y coardinawe to other package for vibility
function RETURNNYCXOOU FIRST: STJZSTNODE•T1R)
retu INTEGER is




- Function to return node type to other package for visibility
function RETURNSTARTL (FIRST: STJSTNODEYM)
return NATURAL is
begin - RETURN START L
RETURN FIRST.STARTJLINE
end RETURN-STARTL;
- Function to retumn end line to other pacage for visibility
function RETURNENDL (FIRST: STLIST NODEVrR)
metum NATURAL is
be&in - RETURN END L
RETURN FIRST.NDL'NEM
au RETURNEND_14
- Function to mum fMe name to other pckage for visibility
function REURNJYLEYNAME (MIRST: STUST..NODEM)
mmu STRING is
begin - RETURN FILE NAM
RETUJRN FIRST.FILEJJAMP4
cad RETURN_FYlNAME'•
- Funaon to un label to othe pacage for visbity
function RETURNJLABEL (FIRST: STUSTNODER)
return STRING is




- Procedure to push label into data structure





- Procedure to push file namec into d"t structur





- frocedure to puAi x coordinate Into data utilcture
procdur PUSHLX.COORJ) (FIRST : STJJSTNODEYTR;




-modure to push y coordinae Into datamsnctwo
procedur PUSH...Y.COORI) (FIRST :STJlSTNODEYMt




- Produeto prnthhealues oft node
Mcecdure PRINTYJODE (NODE : ira STUISTYODEYM is
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b-e-gin - PRINT NODE
if NODE t-- NULL then
neWjfine (2);





put ('FILEYNAME U );
putline (NODE.FJE..NAME);




























- Ptoceduio to print the values of ft ChIldren nodes
pomn ede TCHLDRENNODBS (NODE: in STJ4&ISTJNOt)Y1I is
mm T STJiST34~omE-v
begin - P¶NT CHLI)REN NODES
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if NODE =NULL then
NEWJJINE




PUTtYWIJAEnside PRIN CHILDIPEN NODE S przoethmw. T
PTJANE(*Tbe pa-mt node is the fov~ewig:
NEWJ.Th43:
NEWJJNWM






PIYFLINI3CMh aboe D,.Xs me. thb cidren nodcs. I:)
end if.
a4 PT.CHULDUNYO-NS:
-Pvoccdw'c to prinft Ievalues ofdto chidme of cidrena nodes
pecdmc~ PRIN'T-fflLDRENtOP CHILDREN (NODE: -a ont SLL1STJ4CMZY11M) is
NEXT : STJSTJ'JODEYI'R
T~hMP : STUSTNOZ)YVI -, NODE;
begiPRNMT CHILOREN0OPCHILDREN
-'ThIS Will bivwme ihepoi1Mcto ftheddof the W&epawed in
it NODE /* NOUL 6"e
NODW;= N0fL&CHWLRENNODhzS;
PUT-ULNE(Tacw is no cidM of te nodekj
fad if..
if NODE a N'ULL then
NEWINE;




PUIT..LJNE("Inside PRITNT CHILDREN OF CHILDREN NODES procedure. )




PUTr..LINEC'The children nodes are as follows:U)
NEW...LINE;
if NODE.CHILDRFEN_.NODES = NULL then














-Proceduro w prin the values of the dilio1rn~previous of cid.Wdn nodes




biegm PRWN CMDL N OF CIUW1EN PREVIOUS
-Wls wilacvie Lhe Iirnt toft hiW' ie nodepamseiin
if NODE/sa NbLL then
NODE -. N00F-CflREN-NODBS.PREV3..TyI1,
PT-L!Ni~~Ere bn w * scccd child. L
end if,
if NDE u NULL thcxi
PUT.L0NEC*No value tot nod& passe itu valme. nmg. )
else
NEWLIlE(2);
PMYlJNE, InW PRINT CkIULDMt OF CMILDRENREVIOUS NODES procedure )




PtJTJJNE("The children nodes are as follows:U)
NEWLINE;
if NODE.CHILDRENNODES = NULL, then










PUT-.LINE("T'fle above nodes are the children nodes. )
NODE:= TEMP-
end if;
end l.~rCHDR DR EN-OF..Ci{IPREN.YRPVJOUS;
Functon tocreate node for a name







-FUAUctio wrat= M& ftwa Avalue
fluntio VALUE-TEMPLATE (ID)- STMIG) metur ST.JJSTJ4ODE-EM is
TEW :STJLISTYNODEJYM~
bgn- VAI.UE..TEMPLA1E





- Function to bujildnode for division by zero
fuinction DWISIONBY...ZRO..ThMFLATE meurn ST.LIST_.ODEJTlR is
TEMP STJJIST NODEJYI
MVPSTR : STRVNG (1.23) := "Division By Zero Fault";
begin -D1ISION BY ZERO TEMPLATE
7EMIP =new STJ..IST_,ODE;
I!E? 1P.ROOYrFAULT(TEMP._SM'r3Jge) := TEMP.ST
IEMPTYPE -NODE RECTANGLE;
end C(-WiION-BY-ZERO-TEMPLATh4
Functiwon to build node for adding fault
function ADDFAXJLT_.ThMLATE reaurn ST.LIST_.NODEMR is
IEMP STiST..$ODEW
TEMP.STR :STlUNG (1..15) :."Addition Fault";
begin - AMMiTON FAULT TEMPLATE





- kuncton to build node for subuutrnt faut
funltion SUB-FAULT.TEMPLATE metun ST-4ST3,NODEY1R is
ItMIP :ST.LISTNOIEYMh
IEMP.S1IR : STRiNG(1..18) :-wSubtraction Fault ;
begin - SUBTRACZON FAULT IEMPLAIE






- Function to build node for adding or subtracting
function ADD-SUB.YEMPLATE (FRT, SECOND, THIRD: ST-LISTYNODEJP7h)
return STLISTNODEYTR is
TENP : STJJST-NODELYIM
TEMP..STR : STRING(l..27) := *Addition/Subtraction Fault"*.
begin - ADD SUB TEMPLATE









-- Function to buildJ node for division
function DIVYMULT-.ThMPLAM! (FIRT, SECOND, TMID: STUISTYNODEYIM)
rewun STLIST-NODEYUM is
TEMP : STLSTNOflE.YTI











- Function to build node for 3 an ne componen




TIENP_.STR STRINO(I-24) *r- "Indexed Component Failt ;
begin - INDEX COMPONENT TEMPLATE








- Function to build a node for an assignment staement






TENW._STR : STI&ING(l .27) ,wUAWSInrncnt Statement Fault
WNP.CHANGE..TR :STRING(I..30) :- OChanga in values caused Fault
TEWXCF-PI..T. STRING(I.42)a :T Ecqpton camss Fault - Not implemented":
PJ3POPEVAL..SflI: STRING(1.-32) -.*"Opmnd Evaluatin caum. Faul&U
bgn-. ASSIGNMEWI' TEMPLATE








- Cresting Opmrafo Evaluation Node









elsif FIRST = NULL and SECOND/1= NULL then
TEW-dP..OEVAL.NUMIEROF_.CHILDREN :=1;
TEMP..-0PEVAL.CHILDREN-NODES :mSECOND;























itE. h.STR STRING(I.26):uw Olftatcm ncausod fsnLh
W...-CONIL-tEL.STR SITPNG( I .43) -a
Conditio rue namdtencu maused faut
TEMP_0.CND..STR : STRING(LIS.,18lf condition tni :
TEMP-$EQ..STMTS-Sh:SIU$1.7 - ften7 R~~ s'
TW-EVALX)ND..STR :S7RING(L-37) :m *Eva~aaim otamIzwu~causf4 h ;
k&gi - tF STATEMET TEMPLATE
- Ccaingte ev~uatW ofoth cmndito node





- retig node for condition true
TEMP-COND x= new STJ2ST-NODE
IEPCOND.ROOTý-yAULT(ACONDS$TR'rnge) TEPCOND..SMh
- Creating node for statuments when condition true
TEMPSEQ-STMIS := new ST...LIST.NQDE;
TEMPSO~STSOOTJALT~EM SEQ..STMTSST ange) :=
TENP..SEQ..STMTS-.SMh
TEMP...SEQ-STMTS.CHILDREN-NODES :=SECOND;
- Creating tule condition node for if statement







-- Creating node for if gazment










ei~i AItlR) am NULL. an FOURTH /6 NULL ften
1P..CIIIRENLNODESIMV.ST-VM.PREV-.ST-I1 :- URTM
TEMP.UMBER..OV.CHILDREN .3








- FuueskiawtobuMELSlF m&efmIF 99MMicn











1EMP..STR :STRING(l..23): a "ELP caused the fault;
1'EMP-MRV.CONIDSTh : STRING(1..39) :m *ftvlous conditions evaluated to false W:
TEMPC~q-URUhRE-STh STJUNG(l..38):-"Cuxret~utu UERSI caused the fault m:
TEMW_.CURWlSILSTR : STRLINO(L.31) :s= Curent ELSIF caused fth fault"
TEMP.COND..YRUE-STR : STMiG(l..41): a "urreat ELSIF condition caused the fault ";
TEW-.SEQ..STMTS..STR :ShING(l-54) a. "Curaet MELF sequence of statements caused
the fault 0;
TMUP-.OTERJLUlFSTR: SJRIMN(l.3)m *- "tJ ELSIFs caused the Waut;
TELSIFEPCOND.SI: SMMIG(1.43) := Evalui ooflsif coadition causedfault 0;
begin - funcion ELSHP..TEMPLATE
-Creating node for all previous conditons evaluated to false
fEPMRVýCOND :a now STJSTNOD)E;
ThMPPRVCOND).ROOTAULTcWEVCOND..STlRane)
- Creating node for curret WLIP condition tvaiuating to true
TEMP-CONOT 1UE -a new ST-LST-.NOtIE;
IEW-OND.ThU&-SMh
1WMPLMW.COND : nwST-LISTJNOLDEJ_1
TFO WFCOND.ROOTYA tLT(M S-IlDMSTR~wpt)
1r,%NW.ELSIP-COND3T-S~
MAP-RLLW_.COND.CHLDRENyODS .4 M~Rt.
- Crasting node for crrent ESIPasquence of maxemnuI~
1mpSFQ..SThIT :a nc* S-UST-NOtDE;
ThMP-SEQ-s~mOO'TjAULTCM -SECSTflMS.. thmgc) -m
1EP-SEO-SThITS..h
ThP..SEQ.STU.CHMXWRENJODES - SECOND:
-Crating rode for cmumrn ELSIP cauxn atq
TEP..CUR.ELSIP :W new STJJIST-NODE;
TEMPCUR-ELSIPRO&TyAULTCIEW.CtMLSIFSfl~¶m ge):a
ThMWC~kELSIP"JU ERW..CIULDME -.*7




- Creting node for other ELSIFs possibly causing fault












-Creain node for the ELSEF stauemtfls








- Fwai tobuW WM o&fo r l Pacmem
function MLSITEMPLATE MRRT : STLISTODEYIR ittua STJ4ST NOMEYMh is
TEMP :ST-J1ST-NO1E-YIT&
MUNW.COND~ ST-UST-NIDPIT-
M"71M ST-UI  rj-oi*.PM-
TSMF.ýSTh SIIUNU(123) :- MBSE put emu se aii'
YWCOND...STR S"hIN( .61) -.
*E condition and ELSIP condtion. if any, cvjluaze to faLwc~
- C"Afing cONditO, Wo& for thse SAIRlMN
TEMP..COND *e" ST.LISTYODE;
ThiPCO~JALOTFALT $_1 N-SRai Ag) :- WTENCOND-SMR
TEMP-.COND.TYPE-NODE := 3;
- Creating statements node for else statement
TMflPSThITS :- new ST_.LlSTNODE;
TE&SThS.ROOTJAULT(MMNSThr-S.Smrge) a TEMPSThMfS..TR
TEMP_.SThITS.CHJLDRENNODES -w FIRST;
- Creating Else node for else








- Function to build nodes for sequenc of statmmns ..SllIT..







TEMP-.STh STRINO(L36) -.- *Sequene of suxtment caused WUl 0;
TENIP._LAST_.ST : STRWG(L(.36) -. 'taust wmemen caus fault ;
7E P-EV-STI ; S1UNG(l.,36) :- Prvioxus tementcausefault
TEWLAST-.MASK-STh : S7hN(l...36) a tatSwtatemetdid ntmaskfault %




be&i - functio StAteMent
-Creating nodes for templae of sequence of vxement
-Building node for Ims stuaneaet did ra mask fault
TENMP-AST-MASK :a new ST-IST-NOM-
1L*MWATMAKR .OOTYFAULT(TEPJASTASKMSVhAtge):a
TEMP.LAST-MASK-.STP.





- Building node for previous statemern caused the fault






- Building node for the los stamic~~ ,mmsd the fault
TEMP LAST -= new ST-JST-NODE:
TEMPJAST.RQOTYAU1 TCTMPLALSTSrangc) -1TTJAS ST-SM
- Buildinode for fth sequence causd the fault





If both.Ablt. UAd sftrt m nUU
if FIRS w NULL and SECOND) a NULL ftoe
-f .*nfl.. is null d Uist"anu~nu
tlsf FIRST - NULL &Wd SEC'OND t- NULL thea
1W-IPLASTNUbMBER..OP.CHrilLON :m 1-0
-If xm. is tnull bu - s-nuU1




-Both ~WuL and str have a valid aamemmen
NEXT :*e
EN-NQDES;
- lopw UtilbUEm hlace to Umdthe nod"
whk~ NOT M-NIOD~E Imop
ifNEXT m NMLL then
ADD.,0CCm.DJRP.NN0DES I MP.
















-Function to build node jw&.ig celements of a rebd~oai
function BUULJ)YEL (POWRS, SECOND: ST-L4ST-NODEYTR)
return STJJST.NODEMR is
TEMIP ST.UST-NODEJra
TUMPSTR sting(1,26); *Rclailon causd th* fault';
begin - FUa~ikM BUILD REL
TEMP ., new STLISTNOI)E*
TEPROOYA ULMX MWSTW~up) :ak ITEW-.SM
if SECOND~ to NUML the
TEMP.TYPE-GATE- C.'QoGAM







-Focioa 1 bum wiii4aidrcAznde






TEMP...SIR STRIG(l..30) := "And Relation caused the fault ";
TEW_..LEFTSTR :ShINJG(l..36) :="eft or Prior relation caused fault*;
TEWPJUGHT..STR :STRING(L..28) := "Right relation caused fault;
begin - Beginning of the REL AND template
- Building left node for and relation
]TP....EFT -a new ST-JST.NODE;
ThMPJr.ROOT.YAULTEMP,.LEFr.SIR'rnmge) -rnTEMP-EFT-.STR;
TE&ET .NLvrYU BER _oF..CH]LDREN :m 1;
TEIMLEMTCHILDREN-NODES :=FIRST;
- Building right node for and relation













-Function to build or relation node





TEMP_.STR STRING(l..29) :u *Or Relation caused the fault;
TEIP..LEFT..STR STRING(1..36):w *Left or Prior relation caused fault;
TEUPMPJUHTSTR :SThING(1..28): * Right relation caused fault"
begin - Beginning of the REL AND) template






- Building right node for and relation




-- Building and relation node








- Fntint build and then relationi node







THMPSTRSTMON(I..35). *~ And Then Relation, caused the fault 0;
TEMPLEIFtSTR :STRINO(I .,36) :c Left or Prior r~lation CatUwd (awl":E
TEMPy1GHT_..STR : S1hJNG(l .2). *~'Right relaton caused Wklt~
TEMP.RJ...STk : ".60(.319). *:tf Lcrftim owe
*EMPXjkLSTR : STRING(l ,A2) :u T EvIIatuionof rghut eknioit causefault ;
begin - Beginning of the REL AND THEN tewpLaze
- Budlding right nodes left chil
TEMPJRLJ. a new ST_.USTNODE;
TE.L -.ROOTYFAULTCTMPR-L.STRunse) . EWRJJI1-
- Budlding right node~s right chil
IEWPJU :s* now StLJSTYNODE;
7EN RJROOT-YAULT(NW&JiP3flA-SRnge) :W 1U RSMh
TE .U~ -FHDE :m 1.
7EW4POJLCH=1MNYODMi SECO)ND.
- Building right nodeff(or and reLation
TEMP-JUGHT amne ST-JST-NODE:
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TE%ýRGOO ROTYAULT(EMUP...RIGllLS~hI~rge,) := TENPr..sTRS
TEMP-GCHTXMIBEROF.-CH[LDREN := 2;
TEUPRIGHT.TYPEL.GATE :=AND-GATE4
TEMPJUGHT.CHILDREN_.ODES := TESIP RJ,;
IT.EMPGHT.CHDREN-,ODES.PEV..S'T....P1h :wEMPJC.R;
_ Building left node for and relton




- Building and relation node
TEMP *. new STJJST-NODE;
ThE4P.ROOTjAULT(IMMP..SMh'ungq) :mTEP-MP.
TEMPNOMR...CH[LDREN =2
IWTEMP. rF.ATE :- O&GATE;




-Funcon to uid r t mon node






TEMNVSTh SWJNG(l .34):w 'Or rl~e Relaton caus&PA fte flault;
TEMPjIXXSTR *: STRJNG(L-36):* *Left or Moim rlton causedfwkl m;
ThGBT~..STE s~m1NU(L8) ,.w vkighti trjdazl mwse( awl
TENWYJL..SM : TIMNG 0.12O).s :wLtft mblatin (alas U
*IEhUIASTR : S1MNO(l.42) ;m "Evauuaiwootf ightzlJilorcausctm*"t-
begi - Bcginln oIt f REt. AND THEN tmpbae
-Building righit nodes kft child
TEMP&J u now STJJST-NODE





- Building right node for and relaton
TEMPRIGHT := new STJJST-NODE:
ITh1RGHOT.R..TFAULT(IBMPIGHT-STR'range) *- TEGEILRTSMh









- Building and relaton node
TEMP := new SLLISTYNODE;
TEMP ROOTYAULT(TMP...Slh'ange) := TEW-MP..5






- 1uwaion Lo build nod forrange maamie 4aeifed causing fault
function BLULDJIANGE-NA1MVE (FIM: ST .LZST-.NODEYTM)
return STWSTN0DI)B-M is
TEMP -riLIST-NODIL-fl
TEMP..STR STKJ)NO(L.29), *R~lange specified LAwSe fault
be&i.- Beginning ol fiuixuo to WWk xange specified node
TIEM -v now STLSTjh,0DE:




-Functon to build node f(c mnge wpfed cwsausi Wkul
fuinction BUILDRNG (FIRST, SECOND : STJJSTYNODETR)
return ST-.LIST-NODE-yIR is
TEMP : STJJST.NODEJTR;
TEMPSTR : STRING(1..29):= "Range specified causd fault;









-Function to buil node for discreet range I child causing fault
function BUIL-DJESCR..RNO-1 (FIRST: STJJST..NODE-FIh)
retum STJJST..ODEM is
TEMP : ST-UST-NODEYIIM
TEMPSIR : STINOQ..28) :u"Discret rge caused fault;







- Fuctwion to buil nde for discree range 2 children causing fault
function BUI DJ)ESC1URNO..2 (FIRST, SECOND.: STJ.1STNODEM1)
return ST-LISTKODEJ-Th is
TEMP :ST-LIST.,NODEYPM-
TBMP.S7h : STRENG(l..28) :- "isceet mige caused kfaut;
begin - Function w buil dwmiscempag node cadusn fault
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IEMP.STR STRING(1.35) -- *ftvcs spciicaation caused fault
begin - Fwunton to build discrect tange node causing fWut




- Functon to build nodes for the loop puramct causng fault




TEMfP.Sm TIU1.7 uwPxmttpeiaio asdfutR
TgWJD..STfl: SIUNO(L34 aW"dcntWifeTspecfiued cmaud fault;
begin - Functio to build loop pammca templal




TEmPJI.cIULDR N.ODES -., FpsrT
- IBulld" loop psuamter 4ecliaion node















- Function to build for loop iteation node
function BUILDYJORJIERATION (FIRST: STWL1TNODE...PM1~
return ST...IST...NODEMR is
TEMP :ST-.LISTYNODEYIR
ThMP.S1R : STRING(L..30) :. Iteaxion scheme caused fault;
begin - Function to Wuild fcr loop node







-Functioni to build while loop iteration node




TEMP-.STR : STINU(L30) -a aiteation scherne caused fault ~
'IE1P-CONDJ-Th S1RJN(.4l) :. IBV&admazo of condiflon mused the faltU
begi - Functic to Wuild while "oo node
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- Building iteration node







- Function to build loop statement template











IMMPSTR : STIMtG(I..28)= * Loop Statement caused fault;
1TEP-2..S1 : STRING(l,.20): * Loop never executed ":
IENIP-3.STR : ShINO(I..39) :u ILop condition evaluation caused fault";
TEhT4.ST : S1TtING(L1.2) :w* *Nth Iteraton caused fault
ThNW._5.STR : STEJO(l..2A) :, "Wrong Ty'pe of loop used;
IEMP_~7_~SIR STRING(1..36) -a "Sequence of statements caused fmAut";
TEMNWJS7R SRIUNG(l.24) a "Condition true pana n-I %
TEMP-1 LSflR: STRING(l..32):a "Condition true at n-Ii teraton;
TEMPjZ...STR: STRINU(l.A3):a "Sequence of statemnt~s kept condition true";
begin - Beginnng of functio to bUld loop statamnt tmpma
- Building node 12











TEMPjY ...9,-F_.CHI WREN :- 2;
TEMP-8.CHILDREN-NODES := TEMPJ 1;
TEMP-J.CHILDRBN-NODES.PREV..ST-TR :- TEW14P2;,
TE 8.TYPELOATE :=ANDGrATE;
- Building node 7
EMUP- -now STU.LSTNODE;
TEMP J.ROOT..FAULT( EW7.STR'rage):-m TEMPj.STR
TE17NUMMBEROFCHLDREN :-1
TEWP_7.CH1LDRtENODES aSECOND;
- Building node 4
TEMP.A new STLISTYNODE;
TEMP_4.ROOT-YAULT( MP_4-STR~rmge) := TEW4..SM
TEMP-NUMBERý.OF..CHILDREN --2;
TEMP..4.CWLDREN-NODES := TEMP-j;
TEMP A.CH[LDRE.NYODESMPEV_.ST...T :- TEWPJ;
TEWPA.TYPE-3ATE :AND_.GAT`E;
- Building node 5
TEMP-15 :untw STJST.NODE;,
TEhP5RtOOTJFAULTCTMWj.Sh'range): TEWP.5..STR;
- Building node 3









- Building node 2
TEMP..2 :new STJ.JSTYNODB:
M1O_.OY TAULTPrLWThxaVgc) * TEMP..Z.STRI-
- Buildig node I loop swcmmn temphte










- Function to build case statement template




TEMP..STR :STRING(l..28) :."Case statement caused fault*,,
TEP_.2...S1R: STIMNO(L.38) :w T Evaluation of expression causd fault;
tLgin -- B=_.DCASE..STMf..TTMPLATE
- Building evaluation of expression node




- Building Cms stmnt node
TEW3M :a w STLlSTODE;







- Funcaion to buzild at least owwneo mor cam almrnsiaves templates
functio 8UJD-C5B-AEFJJ4(WOREIRST, SECOND: ST.XISTJODUTR)
ramur STJAT4STYOE 17 Is
TSNP ST-USTrYOE.YrR




END-NODE : BOOLEAN *.- FALSE:
begin - Build caseahltImore
TEMP :=new ST-LIST-NODE;
7E.OOTyAULT~MP..STR'range) -a 7EhMP..-.
TE X~fERO0F..CH1LI)N -. 1;-
if SECOND = NULL then - Only one case alternative
TEMP.CHILDREN-NODES a FIRST;
else - Multiple case alternatives(> 2)
TEMP.CHILDREN...NODES :- SECOND;
- Initialize tempomy variables
NEXT :- SECOND).CHlLDREN-ODES.PREV-.STJYI1.CElLDREN-NODES;
ADD..LOC := SECOND.CHILREN-NODESEV-.STJ'lth
- Iweaton to find location to add child
while NOT ENDYNODE loop






end if, -next =null
end loop; - not end-node
endIf-, -secod M lW
RETURN IEMP*
end BUILD-.CASEALT...LMOMI
- Functon to build 0 or more cas altenatves templAte




I1MW.STR 8:* (IA~ * Currnt/weovi alternative caused hault-.
k&~I - BUILD CA3)ALT 0 WME
IEMP-.9100T YAULTc E -9STR'raii) TR;
ThW9AM ER-opLC MIDIUN -fr1
TEMPJ.CWlDRBN04DES MT;RS






















TEMP..4-STR STh.JNGMl.27) := Odiora clause caused fwAlt
TEM-6-TR STRJNG(L24):. "No odwe condition um~ ";
IEWP.7..STR SI1UN(3(..35): *Blody of othet5 claue caused fault'-;
TENW...&SIR :STRING0l.33) -a wCwrentualwemaive caused faul
TEMP-10-STR : S71NG(L.2) :a Thoke(s) condition true 0:
*EMPI l..STR : STR~h'0(1 ..38):.-* Cwmret alttnaliva body caused fault U
TMIMP-.12-.STR : STIUNG(l.36):u "Cw 4~revious cholce casd fault ~
TEMP_13.STR : STRING(I..28).- :utCret "chce causd fauk ;.
TEMP.14".SI : S~ICL9 ~v~schoike caowed fault
begin - BUILD CASE SIhUT ALT
- Condition to check it ulternalive hs an othem 9altnaive
if NOT' OTHERSCH= ife
- Building prevcholce node
TEMW_4 :w new STUSTYODE;-
TEi-4.ftOOTYAULT(Ml-4..Sl~hwag) a TBW-14-.SMh





-Building ciuca: choice node,
IEUP-13 :-new STJJST-NODE;
TEMP-13.ROOT-FAULTjT%-35IflAhng) :- TE 13..STR
1EWW_13.NUMBER..QO.CHLD1EN :W 1;
TEW-13.CHIWDREN-NODES -n MRt;




IMMP-12.N RBMX.OF.CH1LDME 2 ;
7EVJ2CtDRBNNOVRS "- 1F?~3.
1tPJ2.ZCHDRINNODES1 W'V..STY-a TBEWj4.
- Wldln ccndtion mme node
IEMPJO new ST-USTY-fl,.
TRW-IO.CHILDREN-NoDES TBWMPJ2.
- bL ig cwvnt ibraxived body tiode
f~MPJI :wnew StUSTNODB;
TE-t 1WI.OQTAULTCMWPJ ISTRV&g):.n TEMPJ 1.S1)
EWMPJ 1NUMXP&ENWRN T IED
-Buildni Cwunm Wzfma~ve mooe
TEMPJ8 rew ST-UST-NODE4
U1FROOYT-AULTEMWj...S~vga) :w WWJ8SIX-
IEMP-B..TYPE-GAIE . a ANDiAMh
TENMJ-UNmm&.oV..ch1JW :wZ2
TEMPJ8CMflLRNYODES a 1MPJOt
TM- P-&CHM.N34OI)ES.PRV5FYST a TMP 1
RETIM WMP..
-WA 00ldn no ltf CWA16Mo~ tme nodle
IMMP-6:-mnewSTJJST-NODIM
&W6AOOT-JAULT(MW.0-TRige) --a e6M
- RO&Idn body ot odha oode














- Fwxcti to buiMi or choie &momh forw cms stzauw





IIW-16.-STR :S'IUNG(1..28) -,-Curmntchioi sod fault -,
TEW-17-STR STIUNG(l29) :m Ittvkw choke camwdfal
begiza - BUILD OR CHOICE
- BWi&S ctvte choke node
MIP-16 *. new ST-LST-NODE;
1J6.RMO&EYAULT(.TEW-16 e 4o-, TO&j.Sh
ItM~~c~iLD~t~yO~s 'SECOND,
- uld~ing ptev chaocx no&e
I -MP17 :m new S-TUSTNODE:.











-- Function to build choice template for name mg...c
function BUILD-.CHOICE...2 (FIST, SECOND: ST..LIST-.NODE-YX).
retwn STJAIST-NODE-PTR is
TEMP : ST-L1STNODEyrR;
V1.WTR :STRING(1..35) := "Choice discreet range caused fault";
begin - Function to build discreet range node causing fault
TEMP -a new ST..L1ST-NODE;
TEW.ROOT...AULT(MbPSTh'range) -.- TENBMP..S
TEMP.CHILDREN-NQDES != FIRST;





- Function io build choice statemeni template for sini expr.. sim expr
function BUILDCHOICE3 (FIRST, SECOND : STJ2ST-ODE-PIR)
rtuni SL-LISTY.ODE.YTh is
TEMP ST..LIST-NODEyrPR;
TEMP-.STR : STR~NG(1..36) :- "Choice range specified caused fault";
begin --Beginning of function to build range specified i.4et









- Function to build procedm-, call template










1EMP..Sm STMOING(28) := "Procedure call caused fault"
TB? !P_~2..STR :STlXING(L.35) :- "Procedure elaboration caused fault;
1EM?_3..STR :STRING(L,.28) :--'Procedure body caused fault'
Th1MIiP.ASTR : STRING(l..24) := *Parameters caused fault';
TB-MPYNSTR STRING(l..29) := "Procedure not found on table;
NO.YARA : BOOLEAN;
PROCILDURENAME -STRING(1..MAX-.CHA&L.ONG) :- (OTHERS w> ");
FOUND :BOOLEAN :uFALSE;
LOCATION :INTEGER:
begin - function build ppoedure call
- Building of elaboration node
TEMP...2 := new STUSTNODE.
TEWP2.ROOYAULT0MP..2..STR'rnse) - IPM..2.STR
- Building of procedure body node
TEMP-3 .= new ST-UST.J4ODE.
ThMfP.3JtOOTLFAULTl_3.ST~Rane) :- TLW3-SMh
UWMP3J~MMER.,OP..C11LREN :0 1;
- Conditional determines if sisn..n or indca..cmpon was used













- Identifies the. name of the procedure
PROCEDURE-NAM:=RR~N.ROOT.YAULTCrEMP_3.CHILDREN-NODES);
- For loop to search table to see if procodure, is in the table
foc ThiEX in 1.COUNTER loop













- Builds procedure call node





- Will build parmeters node if paameters used
if NOT NOPARA then
- Builds the parmeters node and attahes child
TEMP4 :.new STISTNODE:
TEN P.4.ROOTYAULTCTMP..4..Sh'range):x a TvlP.A.SMh
IENIP4.NUNBER.0FCHIIDREN :am 1;
TEMPA.CHILDREN-NODES :w FIST.CHIDREN-NODES.PUV..STJYn






- Fwuction to build block awemn tsemploc









TEMP..J1SR : STRING(1..29) *. *Block Statmnent Caused Fault";
TW-P2STR : STIRING(1..23).- 'Exception Caused FauP *;
ThP..3...T : STRING(1..24)*: 'Block Body Caused Fault;
TEMP43TftL- STMIO(I-34)*.- 'Excepton Ptopagated Caued Fault;
begin
-Building block body node
1MMP_3 :m new S'TJJST_.NODE;
nWP3.ROOY-AULTC(MPIA3..STR'rauge) := TENP.3_SMh
TEN_3CHfD1EN-NODES SECOND;
-Building Excepc6o Node.flVMY- *- new STULSTYNODE,
7hMP-2.ROOT-PAULTMrEMP2SIR'roe) w TEP2_STRX
TF -2.NUM4BEROýFCXfL~LDR :a 1;
-Confidional to detemw~e if excepton doclamed in block
Uf TIMD/= NUL Ome'
THWMP.Z.CHMDfREN..$ODES :=THIRD:
1MIP-4 :-new 5T-USTYNODR:7 MP-.4.ROOTYFAULT7MP4-S7Rmge) :. T"4.SMh
TMPq.2.CHLDRENNOD13S :T EMP4;
efud if
-. Building hoad node for template
fl3MPJ l now STUJSTYNODE;
ThM-~tOi-AULTClMhp1STRhnw):u 1UV.l.SR
- eodidW to see if Mlock =Wme
If FIRST 1 NULL then
- Assigis narm as chil otl~ock
TBMJ.NUMWk-FCHflL EN :w 1;
Wj.CI1LDB~yo~s 
.uPMSr,














-FwL'ton to Join listof exceptions










- Function to bu~id terniae for mne exception
- Assume$ I excepMo Per alteratve and simple not coucal name
function BUILDEXCEMfON (FIRST : sTJIST.NODEPM
SECOND : STJJST NODEYIR)
retun ST.LITNODEIR is
TEWP. STLISTNODEPM1-
TMP.STR : SITUNU(1..l3):a "xccpdon(s) ";
TEPW...STR: STRING(1..19), *: oibEjccptW6~) ~
- Building othe exceptions node
TEWB:.a new STUST NODE;
ThMB.ROOTJYAULTMWj8_ITRwige)v .U _M
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- Buildinig Exceptions node









- Function to build function call template if required








TEMP,.-STR : STRINU(L.27) -.a wFunction Call Caused Fault;
TEMP-2..STR :STRING(1..34) -a "Function Elaboration Caused Fault;
TEMP-.3-.SIR : STEIG(1..27) :u "Function Body Caused Fault";
TEMPA.STR : SThINO(l..2A);w "Paameters Caused Fault *;
FUNCTONJJAME : STR1NU(1..MAX-.CHARjO0NG) :m (OTHERS =>' )
FOUND : BOOLEAN :wFALSIL
NO-PARA B OOLEAN:wFLE
LOCATION WNEGER:
biegin - Function Chock Fwncion
- Deternmie location of name (Simp1W name or Inde componen
if FIRST.CHILDR-N~ODES a NULL the
NO-PARA :u TRUE: - Siml name wsed
end if..






- Determines if it is on the ProceuredFunction Table
for INDEX in 1.COLINMh loop





- If not on table the return pointer sen in, If found then
- return Functon. Call Template
if NOT FOUND then





lENP..3 := new ST-PST-NODE;
ThMP3.ROOTFAULTCTEMP...3..STh'rage) := 4P.3_.SMh
1MP3.NU MER-.OF-.CMIDREN :=1







- The sequnence of staement for the name
IUMP..3.CHILDREN-NODES.CHILDRENNODES a TABLE(L.OCATION).SMT~yI
- Builds function call node
1EMF :- now STLISTNODE;
1EMhOOT-VAULT(IEMP..STR'mang): a 1hMP.STR
7W WTYPE-.GATE :. R.OKATE:
TEMP.CHILREN-NODES :0 TEMP4
TEM.CMWLREN..NODESMIEV_.STJM.a TEMP..3;
- Condlaonu to build pxsmetr node if neede
if NOT NOJ'AI1A then
- Builds the parmeftm node and munche child














- Function to build raise statemnent template






TEMP...STR : STRINO(1..29): *URase Statement Caused Fault";
TENW.2_.STR: STRING(l..36) := "Wrong Exception Raised Caused Fault %
IEUP_.3_.STR: STRINh(JU(.1):= "Exception Handler Caused Fault";
TEP4.STR * STRINO(1.33) :u"Exception, not defined in progrm" ;
begin
7EM-.2 :w new STJJST..NODE;
TEMIP-.R2 FAULT IP..2..STR'range): 7 EP.-2-.STR:
IEMP..3 :w new STLISTNODE;
TEW_3.ROOTYAULT=EMW_3..STRrnmge) *m TEMP..3.STP,
- Conditional to deternine if exception stated






T'EMP.3.CHILDRENNODES .a % _;









- Function 1o see if exception in excepton table





I1MP-.S'I1. STRING(1..23) := "Exception not on table U
NEW-KR ST-LIST-NODE-PTR := new STJ.LIST-NODE*;
EXCEMTON.NAW : STRING(l-MAX..CHARJLONG) :- (OTHER =>'T;
FOUND : BOOLEAN :uFALSE:
LOCATION M NTGER
begin
_ Conditional to determine if exception name staed
If FIRST -NULL fthn
retmr FIRST;
- AsAigns name of exception to vaviable
EXC~EP'flONyAUvE:m RETURN-.ROOT-FAULT(FIR );
- Loopwll deuemnne if exception is on table
for INDEX in L.EXCEPT..COUNTER loop






















C. PACKAGE SPECIFICATION FOR TRAVERSE PACKAGE
with TEXT-1O, FAULT-MM-GENERATOR;
use ThXTO, FAULT TREE..GENERATOR;
psekag IPAVERSE-KG is
jtckage Wn-014K.]NOtT is new MNMOERJO(INMhGER);
use RnM~ER-INOUT;
"pskage BOOLEAN-NOUT is new ENURMAT[ONJO$BOOLEAN);
wse DOOLEANJNOUT;
MAXY.NODES : INTEGER-.- 1000; - ArbitraW number
subtype NODE-NUMMER is WNTGER =age O..UAXYODES;,
subtype LEVELY4UMEER Is PMTGER range O.MAXNODES;-
subtype QUEI3EJJST is INTEGEr range O..MAX-NODES;







Wyp QUEUE is arm (1..MAXNODES) of QUEUE)ECORD;
ThE QUEU4.
FRONT :QUEUE...UST -.n0;
REAR :QUEUEJJST a 0;
PARENT : ST-LIST-.NODE.17th
CHILD :ST..LIST-NODEJFR
EMlPTY_.QUE BOOLEAN :m FALSE:
PARENT-NO :NODE-.NUMBER -a 0,.
CMALYO : NODE-NUMvBER ;w 0;
COUMEIR : NODE-NUMBER :a 0;
GATE : STRING(1..S) :a (others =>'I;
OAIE-VALUE : GATE-TYPE :a0.






myp STACK ib army (1..MAX-NODES) of STACK~tECORD;*
TEMP..STACK : STACK
MAIN-.STACK : STACK;
MAXSTK :. INTER w MAX-NODES;
TOP :INTEGER -.= 0;
T-TOP : INTEGER a 0;
function JSEMPTY (FRONT : QUEUE-ULST) remn booloa
produr ENQUE CIREE :in out QUEUE:
FRONT : in out QUEUE-LIST-,
REAR :in out QUEUL-UST;
POINTER : in out STJ..ST.34ODEJIRt;
NUMBER : in out NODENUMBER;
LEV-.NO :in out LEVEL-NUMBER);
procedure DEQUE MMlRE : in out QUEUE;
FRONT : in out QUEIW...LST;,
REAR :in out QUEUEJ.JST:
POINTER :out ST-LJSTYNODEY-h
NUMBER :out NODE..NUMBERt;
LEV-NO : out LBVEL..NUMBER);
proceur TEEEJ1RAVERSAL (ROOT : STJJSTYNOPEYTR)
procdur FIEUFILBI (ROOT :ST...LSTYNODEPFIR);
funcion EMMTYIW : IMMOSR) rebimn bootean;
paci~ccurPUSH (TSTACK : in out STACK:
T0PNO : in out INRhOMR
NODE 14 ow~ 3TJJSTODEYI1M,.
procedur POP (T-STACK : In out STAMK
TOP-NO :in owu Nfl73E
NODE :out STJ4STNODEYII)*




D. PACKAGE BODY FOR TRAVERSE PACKAGE
packgo body TRAVERSEYPKG is
functon 1S_.EMM1 (FRONT: QUEMUEJS1) return boolean is
begi - fncionm is-o.enpt






prooedur EINQUE (FIREE : In out QtUEUE
FRONT :in out QUEUE.-L1Sf
REMR : in out QUEUEJJST;.
POufmE : in out STL.ISTNODEIR
NUMBER :in out NODE-NUMBER
UENO : in owt LHVEIj4UMBE) is
bqin POWO mucl





it FRONT0 the ~Quewecwiq
FRONT :a1'
REAR 1-;
elsi REAR w MAX-NOD~ES then - Ateadof quue
REAR 1:








pmocedur DEQUE (CMEE : in out QUEUE
FRONT : in owt QUEUEJUST;.
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REAR in out QUEUE...UST;
PONTER : out ST-LISTYNODHBYlk
NUMBER :out NODE-NUMBER;
LEV-NO :out LEVEk..NUMBER) is
be&i - proeurve deque





POINTE -- BIEE RONIM~ODE:
NUMBER ýwTRERONT)NODE-.NO.
LEV-NO :-TnUN.EFRONDI.EVEL-NO;
if FRONT aREAR toe -Iitem in quen
FRONT -O0
REAR : 0;
cisif FRONT a MAX-.NODES ften - At end ofiquea
FRONT:.= ;
else - Anywhere in queu
FRONT -;a FRONT + 1.
cOd if.- if frouzumrm
end if, -if AW a 0
end VEQUE;
purOodr IhEEj1RAVWRAL (ROOT: SLST.$_,OMPIR) is
DUMY..VARIAB-..E INTEGER x 0
be&i - pvxodwe trec.Uw4Wsa
-. Inualiation df Vmaabls uwe
FRON4T :ot
REAR 0
EMM1 Y.QUE FA. PLE;
PARIMNTO x Y
GAIE..VALUE a. 0.























- Setting Head of ftre to the root
P&RENT: ROOT;
ENQUE(TRBB, FRONT, REAP, PARENT, PARBNL-NQ, DUMMY-VARUABLE);
- Printing the values of the root
new-line;
SET-COL(7);
PUT (" => )






- Traversing the remaining nodes and printing the values
while riot "SEMPTY(FRONI) loop
DEQUB(TREE, FR3)NT, RlEAR. PARENT, PARENTNO, DUMiMY-VARIABLE);
if PARENT I. NULL then
-- Sets pointer to first child
CHILD := RETuJRN CQIfl.D(PARENT);-
- Function will retrieve gate type of parent
GATELVALUE:- RETUIRN-.GAIETYPE(PARENI);
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- Conditional to convert type gate from integer to string
if GATE-VALUE = 0 then
GATE:= Null ";
elsif GATEVALUE = I then




- Prints children and puts children on queue
if CHILD /= NULL then
- Conditional deternines the child and puts the child on army
while CHILD /= NULL loop
COUNTER := COUNTER + I;
CHILDNO := COUNTER;
newjine;
PUT (PARENT-O, width => 5);
SETOL(7);
PUT (" -> *);






ENQUE(IrREE, FRONT, REAR. CHILD, CHILD-NO, DUMMY-VARIABLE):
CHILD :- RETM CHILD.PREV(CHILD);
end loop; - while clid...
end if- -if child..
end if; - if p=uL..
end loo* - while noL.
end TR.EETRAVERSAL:
jro um PM-FILEI (ROOT: STrJSTODE 'R)s
DUIMIMY,,VARIABLE: INTEGER := 0;
begin - procedure FMEYIL


























- Setftng Head of tme to the root
PARENT :m ROOM




PUT (PARENT-NO, width => 5):
SETCOL(24)-;
PUT (RE1'.RN..ROOTJAULT(PARENT)X
- fTnraming fte mminiIg roles and paantin the values
while not ISYUMPT(FRONT) loop
DEQUECTRME MIONT, REAR. P~ARENT, PARENTYNO. DUMMYYARIABLE)
if PARENT/I- NULL then
- Ses pointa to rimdchild
CHIW :m REJRN..QID(PARENT):
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- Prints children and puts children on queue
if CHILD/n NULL then
- Conditional determines the child and puts the child on amay
while CHILD/= NULL loop
COUNTER :,,COUNTER + 1;
CHID!_NO := COUNIMRS~new~line;
SETrCOL(11);




ENQUE(ThEE, FRONT, REAR. CHILD, CHILD-NO, DUMMYVARIABLE);
CHILD := RETURN_CHLD.PREV(CHILD);
end loop; - while child...
end if. - if child...
end if; - If parent...
end loop: - while not...
end FTEJylLEI;
function EMPTY(TOP : INTEOER) return boolean Is
begin - Function Empty





procedure PUSH (TSTACK : in out STACK;
TOPNO : in out INTEOER
NODE : in out STJLIST-NODE-M is
be&i









procedure POP (T-STACK : in out STACK;
TOPNO : in out INTEGER
NODE out STIJST.NODEJR) is
begin






TOP-NO := TOP.NO- 1;
end if;
end POP,
prowAue CREATEILE (ROOT : ST_LIST.NODETR
FM..FILE : FIETYPE) is
- Declaration of local variabls used in procedure
BLINE : NATURAL : 0;




TOGGLE : BOOLEAN := FALSE;
VARX : constant NnTEGER :- 75;
VARY : constant INTEGER := 85;
LEVEL-.CHO :INTEGER :x 0;
Y-LEVELYNO : INTEGER := 0;
PLEVEL.NO :INTEGER :-0;
CLEVELNO : INTEGER :w 0;
OLDJLEVEL :INTEGER :a 0;
LAST-CHAR :INTEMER :- 0;
LABEL : STIG(1..MAXCCHAR,.SHORT) :- (OTHMitS w>












- Setting Head of te to the root
PARENT :u ROOT;





- Traversing the remaining nodes and printing the values
while not IS.EMPTY(FRONT) loop
DEQUECIREE FRONT, REAR, PARENT, PARENT-NO, PLEVELNO);
If PARENT /a NULL dhen
if PLEVELNO /a OLD.LBVEL thdn
XCOORD -= 0;
en if.;
- Sets pointer to first child
CHID :. RETRN.CWILD(PARENT):
- Prints dMrnnd puts cWhle on queue
if CHILD/a. NUL• thn
- Conditional detemines the child and pu the child on may
while CHILD/a NULL loop






..c'd *.-- x-coord + varx;
PUSHfYCOORD(CHILD, RE1tRN_Y._COORD(PARBNNT) + VARY);
CLBVEL-NO :- PLEVELNO + 1;
ENQUE(TREE, FRONT, REAR, CHILD, CH[LDNO, CLEVELNO);
CHILD := RTURN_CHILD.PREV(CHILD);
if CHILD = NULL then
OLD PLEVEL := PLEVELNO;
endif;
end loop; - while child...
end if, - if child...
end if; - if parent...
end loop; 
-- while not..




- Placing the root node into the stack
PARENT :u ROOT;
PUSH(MAINSTACK, TOP, PARENT);
- Conditional to do depth first traversal of tr
while NOT EMPTY(TOP) loop
POP(MAINSTACK, TOP, PAREW•I;
-Putting the label of node into the r•w file
LABEL :w RETURNLABEL(PARENfl;
LAST-CHAR :, LABEL'LAST;
while LABE(LASTCHAR) - " and LA _CZ1AR /a0 loop
LASTCHAR.m LAST.tCHAR -1;
end loop.







-glth ek ofthe node into te now filb
135
ROOT-FAULT := RETURN...ROOT-YAULT(PARB WI);
LAST..CHAR := ROOT.JAULTIAST;
while ROOT-FAULT(LAST-.CHAR) = and LAST-.CHAR /6 0 loop
LAST_.CHAR -- LAST_.CRAR - 1;
end loop;







- Putting file ofnode into the new file
FILE-NAME: RETLJRN-FILE.NAME(ARENT);
LAST-.CHAR aFILE-NANELAST;,
*while FILEYNAMELASTSCHAR) = " and LAST-.CHAR /a 0 loop
LAST-CHAR *a LAST.CI{AR - 1;
end loop;







- Putting line 4 of node(Line nos, X & Y coord, node, gate, childre)
PKr(TME-ILE, RETURN-S.TART...L(PARENT), width => 0);
PUTM-FLFUE,';
PUr(FTE.YIL, RETURNAMENDJPARE WI), width-m> 0);
PU~kFTEPLE,')*
ftrrFrE.ILE RETURN..X.COORD(PARMEWI. width a> 0);
PUTWIMFFILE-1'
PUTjERUjj RETURN-YCOORP(PARENI). width => 0);
PLTIFTEILE RETURNYNODE-TYPE(PARB WI), width.m> 0);
PUTFFTEjqL.U )
PUMMF(PEILE. RMIJRN..OA'I!JYPE(PAMM.I) width.m> 0);
PJTfl(FEL=, REB RNYO-CHILDREN(PAREM1, width.m> 0);
NEWJJNE(PTE)ILE);
CHILD :- REURN-.CHILD(PARENT):
if CHILD Is null then
-Candiiona to dtmnine childre of Parmn
136
while CHILD/= null loop





- Conditional to place children on stack in order
while not EMPTY(TTOP) loop
POP CTEMPWSTACK, TJOP, CHILD);







APPENDIX C: ADA STRUCTURE TEMPLATES





Lail Statement Dd $S eaqe Prior To Lag
Not M ak Fault $latagtatt c avoed Fault
* Sequence of statements template was not depicted in the







/-- M anat im Value Zza.V" Camud P'wHl OPWWWa Z•VO AtoS~C nkvW ft Ne aqtm CactiF"
S *There is no difference between the tool generated Assignment Template
and the Lieveson, Cha, and Shimeall template.
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If Then Elsif Else Templateg
TM* ~ Cea Faultt ryEl
640 riack~a L OH Ma COW.
U ~ ~ ~ ~ h Uvaimaia cwMPOP"au I ane kaltCwd a
ifSuu"5 COWa etlbmu qus"Iae
* Te Leveson, Cha, and Sblmheall template diid not disthaguish between the
"it" associated nodes and the "ek~jjt" asiatpd nodes, but the tool generated,
template presened the two separately,
140
Loojp.TemplIate
Wq1).Ots~ lsi int. S "W"
*~~~~~~~~~C~ togeeitdLoTmpAtedsigihe ewrtedifrn ye
Uo lNop an xaddte soitd"odiin oe n teLvs h
and himalitempatedidno
W"W"P Of oo k~ D41
Case Template
ceaUMd"I*
Iwhs~in f qedCm u. Awma
caaOd Faul
talsM A~saciw
*The toot generated Case Template physically placed the "O~ther's Chiuse
-Caused Fault" and amsodated nodes on a lower level theni-the Leveson, Cbs,






-The tool nerated Procedure Call Template added the node
"Procedure Elaboration Caused Fault" to the template from






*The Function Call Template was not depicted in the works




I Te tool generated Block Statement Template elaborated more
on the "'Exeption Caused Fault"I node then did the works of




* There was no difference in the Raise Template between the tool
generated and the Leveson, Cha, and Shimeall templates.
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Division and Multiplication Template
S Divislo,/M-Itiplicatim
W Cused Fault
Tea Operators I Diviton by Zero Tem(s) and/or Operaor
* Division / Multiplication Template was not depicted in the works
of Leveson, Cha, and Shimeali.
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Addition and Subtraction Template
Addiod~vbblcd
ExpMnuoe CMaN Fault
TTer 1) "o/r, OpW&aos
* Addition / Subtraction Template was not depicted in the works





And Relation Template was not depicted in the works of









• i * And Then Relation Template was not depicted in the works of





*Or Relation Template was not depicted in the works of
Leveson, CIL% and Shimeali.
Or Else.Relation Templt




9"JUM f LftR~dW~p#AWB"eaf e-ut
*Relation Template was not depicted in the works of
Leveson, Cha, and Shimeall.
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Index Component Template
cruedCms FauM ~ id a
Name
• Index Component Template was not depicted in the works of
Leveson, Cha, and ShimealL
154
Range Template
*Range Template was not depicted in the works. of LeveSOn,
Cha, aud Shinwai.A
APPENDIX D: AUTOMATED CODE TRANSLATION TOOL
OUTPUT FOR PROCEDURE FAKE OVEN CONTROL
A. LITERAL TREE REPRESENTATION
LITERAL TREE OUTPUT
Parent
Parent Node GATE Fault forNod
a> 0 Null Sequence of statements caused fault
o .> I Or Last statement caused fault
0 => 2 Or Previous stanents caused fault
I => 3 Null Loop Saatementcawsed fault
2 a> 4 And LastStwtematndidnotmaskfault
2 w> 5 And Sequencep•octolastcausedfault
3 w> 6 Or Loop never executed
3 => 7 Or Loop condition evaluation caused fiaul
3 a> 8 Or Nthltcloncs•c dtault
7 => 9 Or WrongTypeofloopused
7 w> 0 Or Iteonscherncauscdfault
8 a> 11 And Sept=coftexnmnscaused fault
8 w> 12 And Condtion umepatn-!
10 w> 13 Or Panmw speciflcadon caused fault
I I ia> 14 Null Seqene of stutements cauA fault
12 > 15 And Conditio ue at n-I luxation
12 a> 16 And Sequence ofswement kep conido tw
13 w> 17 Or dentdiferwpeciedcausWdat
13 w> 18 Or DlxmtswgeomuA utit
14 m. 19 Or Lagm st mentcauwsefi4u
14 . 20 Or I1cviou tweents causd fauli
16 a> 21 Null Sequene of staemes caud faut
1 i> 22 Null SAMPLE
180W 23 NullRagseiwczefzt
19 a> 24 Nall cp Snwmenzcszd Wit
20 D> 25 And LzSitunoltddnoxmastfug
20 *- 26 And Seasanvcpriratocsaied awu
21 Or (10 Lwtstit usadfault
21-o 2s> Or Nu iotz c'caust:faus
23a> 29 Or 1
23 *> 30 Or SAWR.MU DURATIt4
2 4 r>3lOrttwvpneve texcuttd
2A > 32 Or Loop condtion eft~ton mid fault
24*> 53)Or fthkczioncaad sl
1%6I.1l
26 => 34 Null Sequence of statements caused fault
27 => 35 Null Loop Statement caused fault
28 > 36 And Last Statement did not mask fault
28 -> 37 And Sequence prior to last caused fault
32 => 38 Or Wrong Type of loop.ised
32 => 39 Or Iteration scheme caused fault
33 => 40 And Sequence of statements caused fault
33 => A1 And Condition true past n-1
34 => 42 Or Last statement caused fault
34 => 43 Or Previous statements caused fault
35 => 44 Or Loop never executed
35 => 45 Or Loop condition evaluation caused fault
35 => 46 Or Nth Iteration caused fault
37 => 47 Null Sequence of statements caused fault
39 f> 48 Or Parameter specification caused fault
41 => 49 And Condition true at n-I iteration
41 => 50 And Sequence of statements kept condition true
42 -> 51 Null If statement caused fault
43 => 52 And Last Statement did not mask fault
43 => 53 And Sequence prior to last caused fault
45 => 54 Or Wrong Type ofloop used
45 => 55 Or Iteration scheme caused fault
46 => 56 And Sequence of statements caused fault
46 => 57 And Condition true past n-i
47 => 58 Or Last statement caused fault
47 => 59 Or Previous statements caused fault
"48 => 60 Or Identifier specified caused fault
48 => 61 Or Discreet range caused fault
51 => 62 Or Evaluation of condition caused fault
51 => 63 Or Condition true and statements caused fault
51 => 64 Or ELSIF caused the fault
55 => 65 Or Parameter specification caused fault
57 => 66 And Condition true at n-I Iteration
57 => 67 And Sequence of statements kept condition true
58 => 68 Null If statement caused fault
59 => 69 And Last Statement did not mask fault
59 => 70 And Sequence prior to last caused fault
60 => 71 Null I
61 => 72 Null Range specified caused fault
62 a> 73 Null R:lation caused the fault
63 >• 74 And If condidon true
63 => 75 And If statements caused fault
64 => 76 And Previous conditions evaluated to false
64 => 77 And Current/future ELSIF caused the fault
65 => 78 Or Identifier specified caused fault
65 => 79 Or Discreet range caused fault
68 -> 80 Or Evaluation of condition caused fault
68 => 81 Or Condition true and statements caused faul
68 > 82 Or ELSIF caused the fault
72.=> 83Or 1
72 => 84 Or SAMPLJNGDURArION
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73 -> 85 Null And Relation caused the fault
75 => 86 Null Sequence of statements caused fault
77 => 87 Or Evaluaion of Elsif condition caused fault
77 => 88 01 Current ELSIF caused the fault
77 => 89 Or Other ELSIF's caused the fault
78-=> 90 Null I
79 => 91 Null Range specified caused fault
80 => 92 Null Relation caused the fault
81 => 93 And If condition true
81 => 94 And If statemnents caused fault
82 => 95 And Previous conditions evaluated to false
82 => 96 And Current/future ELSIF caused the fault
85 => 97 Or Left or Prior relation caused fault
85 => 98 Or Right relation caused fault
86 => 99 Or Last statement caused fault
86 => 100 Or Previous statements caused fault
87 => 101 Null Relation cAused the fault
88 => 102 And Curent ELSIFcondition caused the faul!
88 => 103 And CurentELSIFsequenceofstatementstcauseddefault
89 => 104 Null ELSIF caused the fault
91 .> 105 Or 1
91 => 106 Or SAMPLINGDURATION
92 => 107 Null And Relation caused the fault
94 => 108 Null Sequence of statements caused fault
96 => 109 Or Evaluation ofElsifcondition caused fault
96 => 110 Or Cunrent ELSIF caused the fault
96 .> 111 Or Other ELSIFs caused the fault
97 w> 112 Null Relationcaused - fault
98 ,> 113 Null Relation caused the fault
99 m> 114 Null AsWignment Statement Fault
100 a> 115 And Lau Statement did not mask fault
100 -> 116 And Sequence pdor to last caused fault
101 => 117 Null Relation causcd the fault
103 => 118 Null Sequenceofstatementscaus.. fwlt
104 => 119 And Previous conditions evaluated to false
104 a> 120 And Cufen/futwrELSIF caused the fault
107 -> 121 Or Left or Prirorlatlon caused fault
!07 w> 122 Or Right relation caused fault
108 => 123 Or LWst statement ctused fault
108 *> 124 Or Previous stauenimin caused fkAlt
M9 w,> 125 Null Relaton caused the fault
110 a> 126 And Cmr eELSIF wditon caused the fault
110 w> 127 And Cuwrent ESIFsenqueceofmst cactedthefault
111 w> 128 Null ELSIFca~jsed the fault
112 a> 129 Or OVENTi4MP
112 w> 130 Or AddidonSubuaction Fault
113 ,> 131 OM LAST.CMD
113 => 132 Or 1
114 a> 133 r Change in values caused Fault
114 a> 134 Or Exception cause Faut - Not impenmecwd
114 w> 135 Or OperandEvaiuation callFault
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116 => 136 Null Sequence of statements caus:xl fault
117 => 137 Or OVENfEMP
117 => 138 Or Addifion/Subtraction Fault
118 => 139 Or Last statement caused fault
118 => 140 Or Previous statements caused fault
120 => 141 Or Evaluation of Elsif condition caused fault
120 => 142 Or Current ELSF caused the fault
120 =•> 143 Or Other ELSIFs caused the fault
121 => 144 Null Relation caused the fault
122 => 145 Null Relation caused the fault
123 => 146 Null Assignment Statement Fault
124 w> 147 And Last Statement did not mask fault
124 => 148 And Sequence prior to last caused fault
125 => 149 Null Relation caused the fault
127 => 150 Null Sequence of statements caused fault
128 => 151 And Previous conditions evaluated to false
128 => 152 And Current/future ELSIF caused the fault
130 => 153 Or GOALTEMP
130 => 154 Or Subtraction Fault
130 => 155 Or 10
135 => 156 Or LASTCMD
13M => 157 Or Relation caused the fault
136 => 15 Or Last statement caused fault
136 => 159 Or iVivious statements caused fault
138 => 160 Or GOALTEMP
138 => 161 Or AdditionFault
138a> 162kr 10
139 => 163 Null Raise Statement Caused Fault
140 -> 164 And Last Statement did not mask fault
140 w> 165 And Sequence prior to last caused fault
141 m> 166 Null Relation caused the fault
142 > 167 And Cwret BLSIF condition caused the fault
142 > 168 And ConrnrELSIF sequenceof a tem s causedthefWult
143 w> 169 Null ELSIF caused the fault
144 .> 170 Or OVEN"EMP
144 w> 171 Or Addition/Subtraion Fault
145 => 172 Or LASTCMD
145.•> 173 Or 1
146 => 174 Or Chage in valu caused Fault
146-> 175 Or Excepton causes Ful - Not implmnwated
146 -> 176 Or Opernd EvalJuato sca s Fault
148 a 177 Null Sequme eofswmentsc ausedfait
149 > 178 Or OVEN._TMP
149 .> 179 Or Addoti ubractiwo Fault
150 a> 180 Or ..assstamentcausedfault
150 a> 181 Or Provion statementscaused fault
152 -> 182 Or Evaluation of EML ndition cau a
152 => 183 Or Ctu rELSF mcausedthefault
152 a> 184 Or OtheELSM uscaedthe fult
157 a> 185 Null I
158 a> 186 Null Assijtn Stamene Fault
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159 => 187 And Last Statement did not mask fault
159 => 188 And Sequence prior to last caused fault
163 => 189 Or Wrong Exception Raised Caused Fault
163 => 190 Or Exception HandlerCausedFault
166 => 191 Null And Relation caused the fault
168 => 192 Null Sequence of statements caused fault
169 => 193 And Previous conditions evaluated to false
169 -> 194 And Current/future ELSIF caused the fault
171 => 195 Or 3OAL..LEMP
171 => 196 Or SubtractionFa•It
171 -> 197 Or 10
176 => 198 Or LASTCMD
176 => 199 Or Relation cautd the fault
177 => 200 Or Last statement caused fault
177 => 201 Or Previous statements caused fault
179 => 202 Or GOALTEMP
179 => 203 Or Addition Fault
179 => 204 Or 10
180 => 205 Null Raise Statement Caused Fault
181 => 206 And Last Staement did not mask fault
181 => 207 And Sequencepriortolastcaused ftlt
182 => 208 Null Relon caused the fult
183 => 209 And Current ELSIF condition caused the fault
183 => 210 And Current ELSIF sequence of statements caused tc fault
184 => 211 Null ELSIFcausedthe fault
186 => 212 Or Change in values caused Fault
186 w> 213 Or Exception causes Fault - Not implemented
186 => 214 Or OperandEvaluation causesFault
190 w> 215 Null OVEN.NOTRESPONDING
191 o> 216 Or Leftor rrelationcam] Wtfai
191 *> 217 Or Right relaion caused fault
192 a> 218 Or Last smtatment caused fault
192 ,> 219 Or Previous statementw caused fault
194 => 220 Or EvaluationofElsfconditoncausedfalt
194 a> 221 Or Curent ME SIP cmased the fault
194 a> 222 Or Odt lFScmusedftfault
199 a> 223 Null 1
200 w> 224 Null Assigrment Swemern Fault
201 a> 225 And Last St•emnt did not mask fault
201 -> 226 And Sequence prior to last caused fault
205 *> 227 Or Wrong Exceon Raised Caused Faul
205 => 228 Or xception Handler Caued Fault
20 ,> 229 Null AndReltmioncausedthefault
210 -> 230 Null Sequewe ofameas caused fault
211 a> 231 And Piviucondltlors evaluated tofase
211 ,> 232 And CurefuuturceLSIFcausedthefaut
214 w> 233 Or OVEN.BUF
214 w> 234 Or Relation musedtdefjult
216 to> 235 Null Relation caue thefak
217 *> 236 Null Relation ca ddohe fault
218 w> 237 NullA$ F
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219 => 238 And Lat Statement did not mask fault
219 => 239 And Sequence prior to last caused fault
220 => 240 Null Relation caused tde fault
221 f> 241 And Current ELSIF condition caused the fault
221 => 242 And Current ELSIF sequence of statements caused the fault
224 => 243 Or Change in values caused Fault
224 => 244 Or Exception causes Fault - Not implemented
224 => 245 Or Operand Evaluation causes Fault
228 => 246 Null OVR_NOTRESPONDING
229 w> 247 Or Left or Prior relation caused fault
229 => 248 Or Right relation caused fault
230 => 249 Or Last statment caused fault
230 => 250 Or Previous statements caused fault
232 => 251 Or Evaluation of Elsif condition caused fault
232 => 252 Or Current ELSIF caused the fault
232 => 253 Or Other ELSIFs caused the fault
234 .> 254 Null 1
235 => 255 Or OVENTEMP
235 => 256 Or Addition/Subtrction Fault
236 => 257 Or LASTCMD
236 => 258 Or 2
237 .> 259 Or Change in values caused Fault
237 a=> 260 Or Exception causes Fault - Not implemented
237 => 261 Or Operand Evaluation causes Fault
239 => 262 Null Sequence of statements caused fault
240 -> 263 Null Relation caused the fault
242 => 264 Null Sequence of statements cat-d fault
245 => 265 Or OVEN BUF
2453.> 266 Or Relation caused the fault
247 s> 267 7 • Rtion caused the ,w,
248 => 268 Null Relation caused the fault
249 a> 269 Null Assigrnent Statement Fault
250 w> 7tIO And Last Statement did not mask fault
250 mý 271 And Sequence pikw to last caused fault
251 a;- 272 Null Relation caused the fault
252 a> 273 And Current W conditioucausedthe (fAnft
252 => 274 And Cureat iT equnc, of a o d thefaul
S25, > 275 Or GOAL.TlMP
256 w> 276 Or Addition Fault
256 *> 277 Or 10
261 -> 278 Or LAST-CMD
261•w> 279 Or Relation caused the fault
262 w> 280 Or Last nament caused fault
262a>~ 28 Or Provious statemnitus caused fault
263 > 282 Or OVEN0_TEN
263 > 283 Or AdditioN/Subtrwaion Fault
264 w> 284 Or Last atemernt caused fault
2,64 a> 285 Or Previous awaemet cai sed fwaut
266.> 286 Nul 1
267 -> 287 Or OVEN_7EMP
26W -> 288 Or Addidw/ub• ctsi • Fault
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268 a> 289 Or LASTCMD
268=> 290 Or 2
269 => 291 Or Change in values caused Faidt
269 => 292 Or Exception causes Fault - Not iiUplemncted
269 => 293 Or Operand Evaluation caw.es Fault
271 => 294 Null Sequence of statemen, i cised fault
272 => 295 Null Relation caused t rfaiult
274 => 296 Null Sequence of statements caused falt
279 => 297 Null 2
280 => 298 Null Assignment Statement Fault
281 => 299 And Last Statemen4 did not mask fault
281 ,> 300 And Sequence priic to last caused fault
283 => 301 Or GOALTEMP
283 => 302 Or Subutaion F&zlt
283 -> 303 Or 10
284 -> 304 Null Raise Statemeat Caused Fault
285 => 305 And Last Statemerit did not mask fault
285 => 306 And Sequence prior to last caused fault
288 => 307 Or GOAL_TEMP
288 .> 308 Or Addition Fault
288-> 309Or 10
293 => 310 Or LAST._CMDI
293 => 311 Or Relation caused the fault
294 => 312 Or Last statement caused fault
294 .> 313 Or Previous statements caused fault
295 => 314 Or OVENTEMP
295 a> 315 Or Addition/Subtraction Fault
296 => 316 Or Last statement caused fault
296 -> 317 Or Previous statements caused fault
298 a> 318 Or Cmnge in values caused Fault
298 => 319 Or Exception causes Fault-- Not implemented
298 => 320 Or Oprand Evaluation cams Fautt
304 .> 321 Or Wrmn Exc on Raised Caused Fau
304 w> 322 Or Exceptim Handler Caised Fault
311 w> 323 Null 2
312 -> 324 Null Assignment Statement Fault
313 a> 325 And Las Staternent did rot ma&k fault
313 w> 326 And Sequence prior to last calu fault
315 *> 327 Or GOAL_TEMP
315 .> 328 Or SubsrdtionFault
315 .> 329 Or 10
316 u> 330 Null Raise Swement Caus Fault
317 s> 331 And lWStaftientedldnotmaskfault
317 => 332 And Sequee pror to l causedat
320 -> 333 Or OVEN.BUF
320 w> 334 Or Relatimncausedthefault
322 -> 335 Null OVEN._NOT_RESPONDINO
3 ?4> 336 Or Chage in vlues caused Fault
324 ,> 337 Or Exception cu Fault - Not implemented
324 .> 338 Or Oper&d Evaluation caues Faut
330 > 339 Or Wroug Esceptio Rased Caused Fault
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330 => 340 Or Exception Handler Caused Fault
334 => 341 Null 2
338 => 342 Or OVENBUF
338 => 343 Or Relation caused the fault
340 => 344 Null OVEN.NOT..ESPONDING
343 => 345 Null 2
163
B. FTE NODE LISTING
FTE FILE OUTPUT
Node Fault for Node
0 Sequence of statenents caused fault
1 Last statement caused fault
2 Previous statements ca ,sed fault
3 Loop Statement caused fault
4 Last Statement did not mask fault
5 Sequence prior to last caused fault
6 Loop never executed
7 Loop condition evaluation caused fault
8 Nth Iteration caused fault
9 Wrong Type of loop used
10 Iteration scheme caused fault
11 Sequence of statements caused fault
12 Condition true past n-i
13 Parmneter s iecfication caused fault
14 Sequence of statements caused fault
15 Condition true at n-I iteration
16 Sequence of statements kept condition tmue
17 Identifier specified caused fault
18 Disciet range caused fault
19 Last statement caused fault
20 Previous statments caused fault
21 Sequence of statemnts caused fault
22 SAMPLE
23 Range specif'ed caused fault
24 Loop Stateent caused fault
25 Last Statement did not mas fault
26 Sequence prior to ast caused fault
27 Last statement caused fault
28 Previous aatee caued fault
29 1
30 SAMPLNGODURATION
31 Loop nev executed
32 Loop condi•tim evalumion caused fault
33 Nth tation 
€aused fault
34 Sequence of statwmts caused fault
35 Loop SUtMMnt c ed fauh
36 Lao SSmen did notm m fault
37 Sequence pror to last caused fal
38 Wrong Type of loop used
39 Iteration chee caused fault
40 Sequewe of stwfeu mused fault
41 Condition um pau -1
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42 Last stament caused fault
43 Previous statements caused fault
44 Loop never executed
45 Loop condition evaluation caused faut
46 Nih Iteration caused fault
47 Sequence of statements caused fault
48 Parameter specification caused fault
49 Condition true at n-1 iteration
50 Sequence of statements kept condition Uue
51 If statement caused fault
52 Last Statement did not mask fault
53 Sequence uior to last caused fault
54 Wrong Type of loop used
55 Iteration scheme caused fault
56 Sequence of statements caused fault
57 Condition true past n-I
58 Last statement caused fault
59 Previous statements caused fault
60 Identifier specified caused fault
61 Discreet range caused fault
62 Evaluation of condition caused fault
63 Condition true aMd statements caused fault
64 ELSIF caused the fault
65 Parameftr specification caued fault
66 Condion true at n-I itemraion
67 Sequence of statements kept condition trUe
68 If statement caused fault
69 Last Statement did not •usk fault
70 Sequeace primorto las caused felt
71 1
72 Range specified c&a fault
73 Relation cased the Wault
74 If cnrdition true
75 If s t s cwnw f(Alt
76 Previou coaditw e =d to false
77 CUMrentfutwue ELSF.causebd t
78 demiAW specied caused fault
79 DIscrt range caused fawut
80 Evaluation of condition caiud fault
81 Condtion tru•e Wd stezusc fcult
82 I•SF caused the fauit
83 1
84 SAMUGNDURATON
85 And Relation c4ma the ft
86 Sequence of amenu caused W~t
87 Evaiauon of f coodhtion calsed falt
88 Ci tELSI F caused thef tit
89 Oth SIP caund the"fa
90 1
91 Range spedlfed cau.•d (Mil
92 Re9.tim caused the fault
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93 If condition true
94 If statements caused fault
95 Previous conditions evaluated to false
96 Current/future ELSIF caused the fault
97 Left or Prior relation caused fault
98 Right relation caused fault
99 Last stament caused fault
100 Previous statements caused fault
101 Relation caused the fault
102 Cuwrent ELSIF condition caused the fault
103 Current ELSIF sequence of statements caused the fault
104 ELSIF caused the fault
105 1
106 SAMPLINGDURATION
107 And Relation caused the fault
108 Sequence of statements caused fault
109 Evaluation of Elsif condition caused fault
110 Current ELSIF caused the fault
III Other ELSlFs caused the fault
112 Relation causzd the fault
113 Relation caused the fault
114 Assignment Statement Fault
115 Last Stawmjent did not mask fauli
116 Sequence prior to last cased fault
117 Relation caused thefault
118 *quence of staments caused fault
119 Previous condition evOlu to false
120 Comrt/futro ELSIF caw.e the fault
121 Left cc Prior relation cased fat
122 Right relaion causmd fault
123 Las stwm.eent mud fault
124 Prevous cate s caused lt
125 Relti•zns ed the fult
126 Cumnt ELS IF moididon causethe fault
127 CWtnt ELSIF sequece of 1sa t caused th f(awt





133 Change in values cs Fault
134 Excqii causes Fault - NN inpleausted
135 Opcad E2--aluml curs F-t
136 Sequec. of saxeme lased fault
137 OVEN.TMP
138 AMilitio/Sub oin Fhut
139 Lau st• m cased fault
140 Previous aw w c fault
141 Evaluatioo of Etf co•dton caused f&At
142 Cww WEIP causod the fault
143 Othcr ELIPsc.used the fula
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144 Relation caused the fault
145 Relation caused the fault
146 Assignment Statement Fault
147 Last Statement did not mask fault
148 Sequence prikt to Ias c.msed fault
149 Relation caused the fault
150 Sequence of statements caused fault
151 Previous conditifos evalwued to false





157 Relation caused the fault
158 Ls statement caused fault




163 Raise Statement Causid Fault
164 Lta Swttement did not mask fault
165 Sequence p" to la cau, fault
166 Relation caned Ow fault
167 Cwnnt ULIF condition caused the fult
168 Cumct ILSIF sequence of swcmew caused the faul





174 CNage in values cxs Fatt
175 Etceqd camses Fauwt -- Not imp*mta
176 Operand Elahd io caus Fault
177 Sncqeoe ot axenis caused fault
178 OVEN-TOMW
179 Addition/Subtrtioa Fault
180 Laustm s nent camd fault
181 Pewlow statements caued fault
182 Evalaion of Elwconditim ca fault
183 Cuwaun ULS F caused uic fAult
184 OWa l t s ca md Lho WU
165 1
196 Asidgm tStment Fault
187 Lis Stamm d not mask fault
188 Seqpence pdw to Ian cawsd UWIt
189 W g Excqio Rabsed Cused Fauh
190 Eaecqxon HwandlrCausd FAUlt
191 An d tusedthe bhl
192 Saew of a we caused u
193 kweious coaditiom~ evuawuid to fase






199 Relation caused the fault
200 Last stanmeat caused fault




205 Raise Statement Caused Fault
206 Last Statement did not mask fault
207 Sequnace pi to Iau caused fault
208 Relation caused the fault
209 Curent ELSIF conditon caused the fault
210 Current ELSIF sequence of smaneaus caused the fault
211 ELSIF caused the fault
212 Change in values caused Fault
213 Exception causes Fault - Not Implemeated
214 Operand Evaluation causes Faut
215 OVENNOTRESPONDING
216 Left or Pri mrelation caused fault
217 Right lation caused fault
218 Last swment caused fault
219 Previous stanentscau• d fault
220 Evaluai of Elsif conditon caud fault
221 Cunrnt ELSIF caused the fault
222 Oth LSPs caused i faudt
223 1
224 AssiSnm"nt Statment Fault
225 La Statement did no mask fault
226 Scqu"ce pin to ius caused fiult
227 Wrong cepto Ralsed Cud Fault
228 Excetn Hander Caused Fault
229 And Reti caus the (fwt
230 Siuer e oftsuments caused (tWlt
231 fttvlou coditions e•vauazed to false
232 Cuetfuue =LSIF causzd the fault
233 OVENBUF
234 Rdao mad the faut
235 Redlai mcaused the fao
236 Rela cus tkfthe&ut
237 .4uIgnme Staement Fult
238 Lat Staknent did not mauk fault
239 Se4eca i to lwas caused faul
240 lation camed the faut
241 Current EISEP cwdin caused the f(uai
242 Curret ELSIF w.weq of swem sed M he faut
243 Cange in val6 caused Fault
244 Excetion camses Fault - Not implemented
245 Opmad Evaluato cum FPat
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246 OVNNTrM-NI-
247 Left or Prio relation cau-4d fut&
248 Right Wiation cumsed fault
249 Last statement caused fialt
250 Previous statemenits cauisWc faidt
251 Evaluation -Yf ELW condition caustoa bfut-
2,52 Ciurein 4SIF causzd the (suit
253 Othe EL.SIs caused the &Aul
254 1
255 OVEN...TEMP
2S6 AdditionjSub tim Fault
257 LAST_.CMX)
258 2
259 Change in vaues caused Fault
260 Exception catma Fault - Not ina4emcted
261 Operad Evuahmim mawe f-aut
262 Sequence of stternets caused fault
263 Relation camvi, th,- fault.
264 Sequence of statauen camse fault
265 OVEN..BUP
266 Relation caused the fault
267 'Relation caused fth fanlt
268 Relation cAused the fabl
269 Mslgnen~t Stammeniezu ilt
270 Last StAtement did uo .?& tal
271 Stv ri t bg cmmsd Waut
272 RebtulunM faslth fault
273 Cwwit ELSIP cox~itmt cmmWe -th !,dt





279 lReauiic caued ft fault
280 Lst riazMCAI camsd fatalt
281 Arvious satm==t cwused ft
282 OVENJVWM
283 AhfIWnSubiwtion FAAt
284 !.As gateic caused fsvlt
295 Provivza UttmmWUs caused WOu
286. 1
287 OVqW_:ThM
288 a d PSbri auth
289 LAST-.CMD
M9 2
291 CW40 n C.TF Fý4i1
29 Exceioko cwwau IF4 - Wt. iteute
2143 OpmAn Evuluazlon Nase di
294 Saqucace oi ws~t cagsed al
295 Melak~o cause the haul
296 Seccnc of uatcmuet cumde batd
169
2,97 2
298 Assgnzncli Suemn=* Vault
299 Lau Statement did no m=k fault




30V Raise Staement Causd Fault
303 Las Staement1 did not mask Wta!






312 Lag statment =saud fault
313 Poiovuw stzmeats caused fault
M14 OVEN,,.UM
35Addiuiw/ubotmion Fault
316 Last statement causd fault
317 Previous wMa ens cMAuse (miii
318 Cbaogc in vatuesasd Fault
319 Excqnin mame Fault- Not Lm-plcenzal
320 Operan Evauation causes Faull
321 Wrong Bxcepdo RAised Caused Fault
322 flicepdoo Handler Calse Fault
323 2
324 AAALmcinf Stateme Fault
325 W,-t Sweme wt did Wo mask faul




330 Rais Statment Caused Fault
331 Lw~tSWrnMCMdidMntMA*kmdt
332 Sequenc pro to WU? cause WUi
333 OVEN)OUF
334 Reltbon caused the fault
335 OVENYNOtREPONDING
336 Change in Values cM40e Faull
337 Excepom cause. Fe4; -. Not imPlemenW
338 Opernd EVIdualmM causes Fxult
339 Wrong Exccpo Raisd ýCased FaLul
340 Espon" Handier Caused FaUlt
341 2
342 OVUNSJUP




C. PROCEDURE, FUNCTION, AND EXCEPTION LISTING
The number ofprocedures/functions on the table are
The procedure-functions and their mot faults on the table
are the following:
FAICOVF•NCONTROL
Sequence of statements caused fault
Above are the procedureýncfionn and root faultF.
There are no defined exceptions within the input code.
SFinished Code Translation ----
0 errors found
171
D. FTE COMPATIBLE FILE, "NEW FTE"
0





































































Last statement caused fault
EXAMPLEA
0 0 375 595 1 0 1
35








Loop condition evaluation caused fault
EXAMPLE.A
0 0 525 765 1 22
54




Iteration scheme caused fault
EXAMPLE.A
00 525 8501 21
65











00525 1105 1 00
79
































Sequence of statements kept condition true
EXAMPLE.A
00525 935 1 01
28

















Last statemeant caused fault
EXAMPLE.A
00750 850 1 0 1
68








Relation caused the fault
EXAMPLE.A
00675 1105 10 1
107








Relation caused the fault
EXAMPLE.A























Right relation caused fault
EXAMPLEA
00750 1275 1 0 1
145












Condition ame and statements caused fault
EXAMPLE.A














Last statement caused fault
EXAMPLE.A















Operand Evaluation causes Fault
EXAMPLEA




00 975 1530 100
199








Previous statements caused fault
EXAVPLE.A
00 9001275 1 12
147




Sequence prior to last caused fault
EXAMPLE.A
00 1425 136010 1
177




Last statement caused fault
EXAMPLE.A





















0 0825 1785 100
266
Relation caused the fault
EXAMPLE.A


































Relation caused the fault
EXAMPLE.A
0 0975 1275 1 01
149























00 1425 1530 100
110




Cuzrent ELSIF condition caused the fault
EXAMPILEA
00 1050 1275 100
127
















Wrong Exceptio Raised Caused Fault
EXAMPLE.A
001125 1615 100228













Last Statement did not mask fault
EXAMPLE.A
00 1575 1530 100
207
























Relation caused the faWlt
EXAMPLEA
00 1725 1530 10 1
229















































00 I125 1870 100
183























00 1125 1785 1 23
291
















Ret tot caus the fault










la# Steknent did w4 mask faL
EXAMFL.A
0 01200 1785 100
271




Sequence of r eonts caused fat
EXAMPLEA
0 0 1425 1870 1 22
312

































Pmevious awwnwt cauw ("a
1LXAPU3A
00 1200 1953 112
325




'Swqr"c prior to 1aur ca, ue ault
EXAMPLEA
.0 0 6W2040 10 0
184
Offiet ELI~Fls caused fth faa
EXAMPLE.A
002323 1445 1 00
211





















Reation Caused the fwIA2
EXAMP1, A
0 0 135 t9iw ! Ký( 22
GOALV.TEMP
00 iM5.~4..E.A¼









C mt •ELSIF ca..md th eaEXAMPLEA
007142501 1002
273
¢'ulm M-SIF ¢oiiJ, Miia d fti¢ aI•EXAMPLA
0014251850100
274









Last statement caused fault
EXAMI.LA
00 1425 1955 10 1
330
Raise Stat'wment Caused Fault
EXAMPLE.A
00 900 2040 122
339




Excepion Handler Caused Fault
EXAhVLE.A














Sequence pior to 1aw caused, WutM .EXAMPA
00 10502040100
253

































Last statement caused fault
EXAMPUL.A
0 0 375-595 1 0 1
35
















ltemkon whene caused WaUr
EXAMI3 ,A
00525850121
65Pumete Vecirva Mawse fult
EXAM ,A
00 375 935 122
78









































Sequence of t•z•m kept oni tre
EXAMPIE.A
00 525 935 1 01
28




US Stmemn did not muk ault
liXAM.IA
0052568010037





















Relation caused the fault
EXAMPLE.A
00 675 1105 101
107




Left or Prior relation caused fault
EXAMPLEA
00675 1275 10 1
144

































































COwnse in value camtd Faul
BXANMPA






Opand EHvao caues Fl
LXAM1
189




00975 1530 10 0
199




















ScqUce of staements cas fa
iXAMPLEA
00 1800 1445 122












E•xcqm ca-ses Fault - Not implemewas
EXAMPLEA
008251700100245


























































































LA saa caused fault
EXAMPLE A
00 2025 1445 101
205
Uase Stmmmta Caazse Fault
EXAMPLEA
00 150M 1530 122
.227













Previous statmewu caused faul
EXAMPLE.A
002100 1445 11 2
206












ELSIF caused the fault
EXAMPLE.A
0 0120D0 1275 112
151












R0ko m7used fte Wi0
EXAM•LEA
00 1125 1IS0 10 1
And Reiazon caused Lhe fault
0012751615 122
247
Left O Prior rtdmim caused fault
EXAMPLEA













































Cwtrn ELSIF conditon camd the ft t
EXAPLE.A
0018o01330100

































R1dwon cam&sd ieo fwul
EXAMML.A














So~x= pqiwo ioI acal±c ^-nit
EXAMPL1A
00 1275 1783 101
294





























































Cwrentnfuture ELSIF caused the fault
EXAMPLEA
00 1500 1615 1 2 3
251
Evaluation of Elsif condition caused fault
EXAMPLE.A
00 1350 1700 100
272




























Curment ELSIF caused the fault
EXAMPLE.A
00 1425 17001 12
273













Last statement caused fault
EXAMPLEA
0 01425 1955 101
330








Exception Handler Caused Fault
EXAMPLE.A






Previous statements caused fault
EXAMPLEA
00 1500 1955 112
331
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