Abstract. The HATS project develops a formal method for the design, analysis, and implementation of highly adaptable software systems that are at the same time characterized by a high demand on trustworthiness. Existing modeling formalisms leave gap between highly abstract, largely structural models and executable code on the implementation level. In HATS we aim to close this gap with an object-oriented, executable modeling language for adaptable, concurrent software components. It comes with tool suite based on analysis methods developed hand in hand with the modeling language.
Introduction
The HATS project develops a formal method for the design, analysis, and implementation of highly adaptable software systems that are at the same time characterized by a high demand on trustworthiness.
Adaptability includes two aspects: anticipated variability as well as evolvability, i.e., unanticipated change. The first is, to a certain extent, addressed in modern software architectures such as software product familiess (SWPF). However, increasing product complexity (features, deployment) is starting to impose serious limitations. Evolvability over time is an even more difficult problem.
Current development practices do not make it possible to produce highly adaptable and trustworthy software in a large-scale and cost-efficient manner. The crucial limitation is the missing rigour of models and property specifications: informal or semi-formal notations lack the means to describe precisely the behavioural aspects of software systems: concurrency, modularity, integrity, security, resource consumption.
Mind the Gap
Existing formal notations for specification of systems at the modeling level such as UML or FDL are mainly structural and lack the possibility to specify detailed behavior including datatypes, compositionality, concurrency. But without a formal notation for the behavior of distributed, component-based systems it is impossible to achieve automation for consistency checking, enforcement of security, trusted code generation, test case generation, specification mining, etc.
At the same time, formal specification and reasoning about executable programs on the implementation level is by now well understood for commercial languages such as Java or C and it is supported by tools
1 The size and complexity of implementation languages, however, makes specification and verification extremely expensive. In addition, re-use is very hard to achieve.
In conclusion, there is a gap between highly abstract modeling formalisms and implementation-level tools, visualized in Fig. 1 . The HATS project addresses this specification gap by providing the following three ingredients:
1. An object-oriented, executable modeling language for adaptable, concurrent software components: the Abstract Behavioral Specification (ABS) language. The goal is to allow formal specification of concurrent, component-based systems on a level that abstracts away from implementation details but retains essential behavioral properties: concurrency model, component structure, execution histories, datatypes. The ABS language has a formal operational semantics which is the basis for unambiguous usage and rigorous analysis methods. The ABS language closes the mentioned gap, see Fig. 1 . 2. A tool suite for analysis and development of ABS models as well as executable code (for example, in Java) derived from those: "Hard methods" typically strive for completeness or full coverage and require expert knowledge in the form of user interaction or detailed specifications. These include feature consistency, data integrity, security, property verification, and code generation. "Soft methods" typically are incomplete or non-exhaustive, but do not presuppose expert knowledge and are fully automatic. These include visualization, test case generation, specification mining, and type checking. One decisive aspect of the HATS project is to develop the analysis methods hand in hand with the ABS language to ensure feasibility of the resulting analyses.
3. A methodological and technological framework that integrates the HATS tool architecture and the ABS language.
As a main challenge in the development of the ABS language and HATS tool suite we identified (in addition to the technical difficulties) the need to make it relevant for industrial practice. Therefore, to keep the project firmly grounded, we orient the design of and methodology towards an empirically highly successful informal software development paradigm. In SWPF-based development one separates Family Engineering which includes feature modeling and library development from Application Engineering where code is derived via selection, instantiation and composition.
In HATS we turn software product family-based development into a rigorous approach based on formal specification. As visualized in Fig. 2 , constructing a software family requires architecting both the commonality, that is, features, properties, and resources that are common to all products in the family, as well as the adaptability, that is, the varying aspects across the software family, in order to exploit them during the customization and system derivation process. Adaptability encompasses both anticipated differences among products in the family (variability), as well as the different products which appear over time due to evolving requirements (evolvability). Handling evolution is crucial as software undergoes changes during its lifetime; indeed, most future usages of a piece of software are not anticipated during its development. Therefore, these are technological challenges that have to be addressed, when lifting formal modeling and analysis methods from the implementational level to the ABS level:
Variability With this we mean functional variability and the invasive composition techniques used to instantiate feature models. A major challenge is to understand which linguistic primitives are suited to formalize the desired concurrency-related aspects (including feature interactions but also failures, distribution, and parametrization on scheduling policies). Evolvability The key challenge here is to develop the theory, algorithms, and core mechanisms needed to build software systems that can be dynamically reconfigured-possibly even without service interruption-to adapt to changes that were not anticipated at the time the components which make up the running system were initially constructed.
Both aspects are strongly present in SWPF-based development where variability inherent to the feature space and deployment scenarios are an essential part of family engineering. Evolvability comes into play when new products with unanticipated features are to be created.
The Work in the HATS Project
The work package structure of the HATS project reflects the preceding discussion: the ABS language and methodology development, as well as the infrastructure and and tool architecture are platform for all other work and collected 
Main Results Achieved
During the first project phase, the HATS project obtained crucial first results within all work packages. Here is a selection:
Core ABS Language. The most important achievement is clearly the definition of the core of the ABS language. It consists of a (Java-like) syntax with a parser, a decidable type system with a compile-time type checker, and a formal operational semantics that permits simulation of ABS programs within the term rewriting engine Maude. To achieve maximal modularity and extensibility of the ABS language we decided a layered architecture with clearly defined tiers as depicted in Fig. 3 . The core ABS is described in Deliverable D1.1A of the HATS project Report on the Core ABS Language and Methodology: Part A. HATS Development Methodology. We identified a basic development methodology in the form of different stages of a software product family development process that is adapted to the HATS ABS language and tool suite. In order to ensure tight coherence of the ABS methodology with the extensions and analysis methods developed in Work Packages 2-4, we mapped individual stages in the development process to specific work tasks. The draft of the HATS development methodolog is available as Deliverable D1.1B Report on the Core ABS Language and Methodology: Part B.
Delta Modeling. For the integration of features in the ABS language, we studied various formalisms and mechanisms; e.g., traits, context-oriented programming techniques, and delta modeling. We have identified delta modeling as a promising approach to bridge the gap between features and the ABS code. In this approach, one can distinguish between a core implementation, containing the code common to each product, and deltas, containing code specific to some feature configuration(s). Deltas can make changes to the core in order to integrate one or multiple features. Details are available in Deliverable D2.2.a First Report on Feature Selection and Integration.
Incremental Verification. We started work on formal verification of ABS models: we developed a symbolic execution engine for the language Creol whose concurrency model is the basis for the one in ABS. This will allow us to develop quickly a formal verification framework for core ABS in the coming months. We also studied three incremental verification techniques that are particularly suited to formal SWPF-based development with ABS: (i) to combine symbolic execution and partial evaluation; (ii) proof reuse techniques in combination with the core/delta modeling methodology; (iii) lazy behavioral subtyping, based on combining syntax-driven inference systems such as type and effect systems with Hoare logics in order to track behavioral dependencies between classes.
Assertion Language. We started the investigation of an assertion language for the ABS which supports the specification and verification of properties of message sequences between objects, components, features. A major challenge is finding a proper formalization that is user-friendly, corresponds to the level of the ABS (clear Object-Oriented flavour) and lends itself easily to automated verification (both runtime testing and static checking). A promising framework for this formalization is provided by Attribute Grammars. We have started to integrate histories about method calls and returns in JML and perform run-time testing of these assertions.
Behavior of Evolving Systems. In the evolution of systems, a central question is how to prove that the modification of a module does not affect the overall system behavior. We investigated this question with respect to object-oriented program modules as the modeling language was not fixed when we started. The first result is a compatibility criterion that allows to check whether a refactored module can be integrated into all possible contexts of the old module. We also worked on security monitor inlining for Java bytecode and started one of the first systematic investigations of monitor correctness for multi-threaded JVM. This work is reported in HATS Deliverable 3.1.a First Report On Evolvable Systems.
Resource Guarantees. Regarding trustworthiness we concentrated on resource guarantees. We took as a starting point an existing framework for the analysis of the resource consumption of Java and Java bytecode and its corresponding analyzer COSTA. We obtained several extensions of this towards a cost analysis framework for HATS, including numeric fields, specifying and inferring asymptotic upper bounds, comparing cost expressions, and estimating the memory usage in the presence of garbage collection.
Requirements Analysis and Case Studies. In close collaboration with the HATS End-User Panel, we elicited high-level requirements of the HATS methodology. In addition, we described three representative case studies that will be refined and employed for evaluation purposes later on. The case studies should also be valuable for related projects. The case studies are reported in Deliverable 5.1 Requirement Elicitation.
In conclusion, a number of scalable and incremental approaches to analyze ABS models have been presented and are currently implemented/evaluated. Some of these generalize existing technology while others are completely new ideas that arose in the HATS context.
In order to keep this paper short, we decided not give references. A complete list of publications related to HATS is available from the website.
