Abstract. We conducted a survey on Executable Acceptance Test Driven Development (or: Story Test Driven Development). The results show that there is often a substantial delay between defining an acceptance test and its first successful pass. Therefore, it becomes important for teams to easily be able to distinguish between tasks that were never tackled before and tasks that were already completed but whose tests are now failing again. We then describe our FitClipse tool that extends Fit by maintaining a history of acceptance test results. Based on the history, FitClipse is able to generate reports that show when an acceptance test is suddenly failing again.
Introduction
In Extreme Programming, two sets of test techniques are used for double checking the performance of a system, unit testing and acceptance testing. [7] With unit testing, detailed tests from the developer's perspective are conducted to make sure all system components are working well. Acceptance testing is the process of customers testing the functionality of a system in order to determine whether the system meets the requirements. Acceptance tests are defined by or with the customers and are the concrete examples of system features. Recent literature on agile methods suggests that executable acceptance tests should be created for all stories and that a story should not be considered to be completed until all the acceptance tests are passing successfully. [3] [10] Acceptance tests should be expressed in the customer language (i.e. customers should be able to understand what they mean) and should be executable (i.e. automated) and be included in the continuous integration process.
Executable Acceptance Test Driven-Development (EATDD), which is also known as Story Test-Driven Development (STDD) or Customer Test-Driven Development, is an extension of Test-Driven Development (TDD). While TDD focuses on unit tests to ensure the system is performing correctly from a developer's perspective, EATDD starts from business-facing tests to help developers better understand the requirements, to ensure that the system meets those requirements and to express development progress in a language that is understandable to the customers. [11] From the customer's perspective, EATDD provides the customer with an "executable and readable contract that the programmers have to obey" if they want to declare that the system meets the given requirements. [12] Observing acceptance tests also gives the customers more confidence in the functionality of the system. From the perspective of programmers, EATDD helps the programmers to make sure they are delivering what the customers want. In addition, the results help the team to understand if they are on track with the expected development progress. Further, as EATDD propagates automated acceptance test, these tests can play the role of regression tests in later development.
This paper is organized as follows: section 2 discusses a survey and the motivations for building such a tool; section 3 presents the related work and Eclipse plug-ins based on Fit; section 4 describes the overall design of FitClipse; section 5 talks about how FitClipse works for EATDD; section 6 demonstrates our initial evaluation of FitClipse.
Survey Results and Motivation
We conducted a survey to find out how EATDD is being used in industry by sending questionnaires to mailing lists and discussion groups of Agile communities. The comprehensive findings of this study will be published in the future. One specific part of that study is relevant for this paper: We asked about the time frame between defining an acceptance test and its fist successful passing. The findings of this questionnaire are a core motivation underlying the development of FitClipse.
Timeframe of EATDD
A major difference between TDD using unit tests and EATDD is the timeframe between the definition of a test and its first successful pass. Usually, in TDD the expectation is that all unit tests pass all the time and that it only takes a few minutes between defining a new test and making it pass [8] . As a result, any failed test is seen as a problem that needs to be resolved immediately. Unit tests cover very fine grained details which makes this expectation reasonable in a TDD context. Acceptance tests, on the other hand, cover larger pieces of functionality. Therefore, we expected that it may often take developers several hours or days, sometimes even more than one iteration, to make them pass.
For validating our hypothesis, we conducted a survey by sending a questionnaire to email groups of Agile Communities (such as the Yahoo agile-usability group and the Yahoo agile-testing group etc.). One goal of the survey was to find out the timeframe between the definition of an acceptance test and making it pass successfully. We were expecting the following results:
• The average timeframe between defining one acceptance test and making it pass successfully, following EATDD, is more than 4 hours (half a day).
• The maximum timeframe between defining one acceptance test and making it pass successfully, following EATDD, may be the majority of an iteration or even more than one iteration.
Overall, we received 33 responses, among which 31 were valid. Fig. 1 shows the detailed findings of the survey according to the above expectations.
The result of the survey strongly supports our first expectation. About 87.1% (27/31) of the participants reported the average timeframe to be more than 4 hours for defining an acceptance test and making it pass and the number increased to 100% when they reported the maximum time.
Our second expectation is also supported by the survey result. 41.4% (12/29, two participants did not answer) of the participants spent most of an iteration to finish one acceptance test, and about 24.1% (7/29) of the participants reported the time frame to be several iterations. One of the participants even spent several months working on making a single acceptance test pass.
Therefore, both of our expectations were substantiated by the evidence gathered in this survey. We can also draw the conclusion that the time frame between the definition of an acceptance test and its first successful pass is much longer than that of unit test.
Motivation of FitClipse
Due to the substantial delay between the definition and the first successful pass of an acceptance test, a development team can NOT expect that all acceptance tests pass all the time. A failing acceptance test can actually mean one of two things:
• The development team has not yet finished working on the story with the failing acceptance test (including the developer has not even started working on it).
• The test has passed in the past and is suddenly failing -i.e. a change to the system has triggered unwanted side effects and the team has lost some of the existing functionalities. The first case is simply a part of the normal test-driven development process: It is expected that a test that has never passed before should fail if no change has been made to the system code. The later case should be raising flags and should be highlighted in progress reports to the team. Otherwise the users have to rely on their recollection of past test results to determine the meaning of a failing test. For anything but very small projects, this recollection will not be reliable.
FitClipse raises a flag for the condition that a test that is failing but was passing in the past. It identifies this condition by storing the results of previous test executions and is, thus, able to distinguish these two cases and splits up the "failed" state of Fit into two states: "still failing" and "now failing after passing earlier".
Related Work
There are several open source frameworks and tools that support EATDD, with Fit [4] , FitLibrary and FitNesse [5] being three of the most relevant to our work.
Fit is a framework for integrated testing. "It is well suited to testing from a business perspective, using tables to represent tests and automatically reporting the results of those tests." [9] Fixtures, made by the programmers to execute the business logic tables, map the table contents to calls into the software system. Test results are displayed using three different colors for different states of the test: green for passing tests; yellow for tests that can not be executed and red for failing tests. FitLibrary is a collection of extensions for the fixtures in Fit. Other than test styles that Fit provides, it also supports testing grids and images. FitNesse is a Wiki front-end testing tool which supports team collaboration for creating and editing acceptance tests. FitNesse uses the Fit framework to enable running acceptance tests via a web browser. It also integrates FitLibrary fixtures for writing and running acceptance tests.
Our FitClipse tool is an Eclipse plug-in that uses the Fit framework for writing and running the acceptance tests. There are several other Eclipse plug-ins which also use Fit or FitNesse, including FitRunner [6] , conFIT [2] and AutAT [1] . FitRunner contributes to Eclipse a Fit launch configuration that enables people to run automated acceptance tests. ConFIT uses a FitNesse server, which can run either locally or remotely, to perform acceptance tests. AutAT enables non-technical users to write and execute automated acceptance tests for web applications using a user-friendly graphical editor. [1] Compared to the above tools and in addition to running acceptance tests with the Fit frame work, FitClipse extends the Fit tests result schema with historical result information for the users. In FitClipse, instead of one single test failure state, two kinds of acceptance test failure states are distinguished automatically: unimplemented failure and regression failure.
FitClipse
FitClipse [13] is an Eclipse plug-in supporting the creation, modification and execution of acceptance tests using the FIT/FitNesse frame work.
FitClipse works as a client side application and communicates with a Wiki repository, which works as the server. The repository has been implemented with FitNesse. The FitClipse tool consists of (multiple) FitClipse clients for editing and running acceptance tests, the Wiki repository for storing acceptance test definitions and the Database for storing the test execution history (See Fig. 2 ). Using FitClipse, acceptance tests are written, on the client side, in the form of executable tables with Wiki syntax and then saved on the server side as Wiki pages. FitClipse uses the Fit engine to run the acceptance tests. 
Initial Evaluation
We ran an initial self-evaluation on FitClipse by using it for two iterations. The evaluation lasted for 6 weeks and had several findings. We followed EATDD process in our development process. In all, we spent about 150 programming hours and created 14 acceptance tests with 40 assertions.
Our first observation confirms our expectations. The distinction between two test failure states was helpful when the number of acceptance tests increased. When we broke the system by adding new code, the second failure state warned us at once by showing the special flag. We did not have to trace in a test history record or rely on our memory to recognize which test was passing before and broken by ourselves.
Second, the test result history provided helpful information for us to understand the development progress. In FitClipse, we can generate a test result history chart for a suite which includes all the acceptance tests in the iteration. From the number of passing and failing acceptance test we could see how our development was progressing.
Even though we only have limited time to evaluate FitClipse, we find that it was worth the effort as the distinction between two test failure states is useful. We believe that if we had spent a longer time for the evaluation with more acceptance tests, we would find the tool even more helpful.
To address the self-confirmation bias of the initial self evaluation, we will conduct a controlled experiment using outsiders in February and March 2007. 
Conclusion and Future Work
This paper presents FitClipse, a Fit-based tool for automated acceptance testing and a self-evaluation of the tool.
Existing tools are limited in supporting Acceptance Test Driven Development as they do not provide enough information to distinguish two different kinds of test failures. FitClipse distinguishes these failure states by maintaining a test result history on the server, which is valuable for analyzing the existing progress and making improvements.
From the self-evaluation, we can see that FitClipse can provide useful support for EATDD. However, this self-evaluation is limited in time and the number of acceptance tests. Therefore, the next research step is to conduct a more formal evaluation of the approach to assess if FitClipse as a whole is useful for development teams to practice Executable Acceptance Test Driven Development. In the future, FitClipse will also provide a WYGIWYS editor for supporting the users to edit the Fit test documents.
