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Povzetek  
Uporabniški vmesnik (UV) je pri vsakem sistemu zelo pomemben člen, bodisi na vgrajenih 
sistemih (bela tehnika, gospodinjski aparati, itd.) ali na višje nivojskih sistemih (osebni 
računalniki, mobilni telefoni, itd.), še posebej tistih, katerih končni uporabniki so fizični 
potrošniki. Omogoča nam interakcijo med računalnikom oziroma napravo. 
Celotna diplomska naloga predstavlja razvoj programske opreme za grafični prikaz 
vsebine, osnovno povezovanje posameznih programskih modulov ter priprava podatkov. 
Glavni del je sestavljen iz 11 podpoglavij, v katerih je nekaj splošnega o uporabniških 
vmesnikih in zgodovini. V nadaljevanju sledi opis strojne opreme elektronike in programsko 
okolje za delo na projektu. Naprej sledi opis načina pošiljanja dogodkov med funkcijami ter 
povezovanje programskih gradnikov. Nato sledi osnovni zagon in nastavitve mikroprocesorja. 
V naslednjem podpoglavju je opisan razvoj gonilnika zaslona in opis osnovnih funkcij za 
komunikacijo med krmilnikom zaslona in glavnim mikroprocesorjem. V nadaljevanju sledijo 
funkcije za izris osnovnih grafičnih elementov. Nato nekaj o pisavah (ang. fonts), pretvorba 
znakov v binarne zbirke in kodiranja znakov. V zadnjih dveh podpoglavij je pa opisana 
organizacija zunanjega bliskovnega spomina (ang. FLASH memory) in opis funkcij za izris 
same vsebine. 
Ključne besede: grafični uporabniški vmesnik, vgrajeni sistem 
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Abstract 
User interface is one of the most important part for any system, either on embedded systems 
(white goods, household appliances, etc.) or on higher level systems (personal computers, 
mobile phones, etc.), especially those whose end users are physical consumers. It allows us to 
interact with a computer or machine. 
In this thesis is described the development of software for the graphical display of 
content, the basic connection of individual software modules and the preparation of data for 
writing. 
The main part consists of 11 sub-sections, firstly with some general information about 
user interfaces and history. Then there is described electronics hardware and software 
environment for project. Next follows the description of sending events between functions and 
the linking of program blocks. Then there is description of the basic startup and settings of the 
microprocessor. The following subsection describes the development of the screen driver and 
a description of the basic functions for communicating between the screen controller and the 
main microprocessor. Below are the functions for plotting basic graphic elements. Then there 
is some basic information about fonts, conversion of characters into binary collections and 
character encoding. The last two subchapters describe the organization of an external flash 
memory and a description of the features for displaying the content itself. 
Key words: Graphical user interface, embedded system 
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1. UVOD 
 
Uporabniški vmesniki nam omogočajo interakcijo med človekom in napravo, saj če želimo 
uporabljati neko napravo, ji moremo nekako vnesti ukaze, kar nam omogočajo vhodne enote. 
Seveda pa po navadi pričakujemo odziv naprave na nek vneseni ukaz in vpogled v željene 
informacije, to pa nam omogočajo izhodne enote sistema. 
Ker je UV v današnjih časih predvsem del oblikovalskega dela, postajajo vse bolj 
kompleksi. Zato moramo sistem razdeliti na več delov oz. modulov ter uvesti povezave med 
njimi. Kajti pri večjih programskih kodah lahko pride do nepreglednosti in težjega odpravljanja 
napak. Na takšnih sistemih potrebujemo čim bolj enostavne gradnike za izris, saj se ti poznajo 
na hitrosti in porabi procesorske moči. Potrebujemo tudi vsebino, kot so besedila in ikone, 
katere je potrebno spominsko optimizirati, saj na takšnih sistemih velikokrat pride do zapolnitve 
spomina. Zato se poslužujemo zunanjih pomnilniških enot in organizacije le-teh. 
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2. GLAVNI DEL 
 
2.1. Osnovni pojmi o uporabniških vmesnikih (UV) 
Uporabniški vmesnik je eden najpomembnejših gradnikov elektronskih naprav, predvsem tistih 
ki se uporabljajo kot zabavna elektronika, bela tehnika, oz. vse naprave, ki so vsakodnevno v 
stiku s človekom in ki so postavljene v okolje, kjer je pomemben dizajn. 
Uporabniški vmesnik je zgrajen iz vhodnih in izhodnih enot, preko katerih lahko človek 
komunicira oz. upravlja z neko napravo. Takšni povezavi rečemo vmesnik človek-stroj (ang. 
human-machine interface (HMI)) ali vmesnik človek-računalnik (ang. human-computer 
interface (HCI)), če je povezava med človekom in računalnikom.  
Pod vhodne enote uvrščamo vse enote s katerimi lahko upravlja človek, kot na primer 
tipke, dotični senzorji (kapacitivni ali uporovni), enkoder, računalniške miške ali senzorji za 
zaznavanje telesnih gibov. Pod izhodne enote uvrščamo izhode, s katerimi lahko manipuliramo 
s človekovimi čuti, kot na primer zaslon, svetilni elementi (vizualno), zvočnik (zvočno), vonj, 
dotik ter okus [1].  
Osnovni uporabniški vmesnik, ki upravlja z dvemi ali več enotami imenujemo 
kompozitni uporabniški vmesnik (ang. composite user interface (CUI)). Najbolj uporabljen 
kompozitni UV v današnjih časih je sestavljen iz dotičnega senzorja, ki deluje kot vhodna enota 
ter zaslona, ki deluje kot izhodna vizualna enota. Takšnim UV pravimo grafični UV (ang. 
graphical user interface (GUI)). Z dodajanjem več enot hkrati dobimo bolj sofisticirane UV, 
takšnim lahko rečemo multimedijski UV (ang. multimedia user interface (MUI)) [1]. 
Kompozitne UV lahko delimo na 3 glavne kategorije [1]: 
- Standardne (ang. standard), ti nam v osnovni podajajo informacije in z njimi ne vplivajo 
na zavednost človeka. 
- Virtualni (ang. virtual), ti nam lahko popolnoma ali le deloma odmaknejo realnost ter 
tako najbolj vplivajo na zavednost človeka v času ali prostoru. Takšni UV se uporabljajo 
v aplikacijah virtualne realnosti. 
- Razširjene (ang. augmented), ti nam zlijejo oz. razširijo virtualni ter realni svet in tako 
lahko vplivajo na zavednost človeka v času ali prostoru. 
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2.2. Zgodovina uporabniškega vmesnika 
Prvi uporabniški vmesniki so se pojavili leta 1945, ki so v osnovi delovali na preluknjane 
kartice, ki so predstavljale vhodno enoto. Takšnim UV pravimo Batch vmesnik (ang. Batch 
interface). Za uporabo Batch-ovega vmesnika je bilo najprej potrebno izdelati preluknjane 
kartice, ki so predstavljale program in podatke potrebne za izvajanje računalniških operacij. 
Takšni sistemi so bili zelo dragi ter so zahtevali striktno sintakso pisanja programa in niso 
dopuščali niti najmanjše napake [1]. 
Večja stopnica razvoja se je zgodila leta 1968, ko so se začeli pojavljati ukazna-vrstica 
vmesniki (ang. Command-line interface (CLI)), razviti iz Batch-ovega vmesnika. Ti sistemi so 
delovali kot izmenjava zahteva-odgovor, takšne vmesnike še uporabljamo v konzolni vrstici 
poljubnega operacijskega sistema [1]. 
Pomembnejši in zanimivi dogodki [1]: 
• Leta 1968 je Douglas Engelbart demonstriral NLS (ang. oN-Line System), pri katerem 
je sistem uporabljal računalniško miško, kazalce, hypertext ter več oken [1]. 
• Leta 1973 Xerox Alto prvi komercialno prodajan računalnik z GUI, vendar je bil zaradi 
svoje visoke cene, slabe uporabniške izkušnje ter pomanjkanja programov obsojen na 
propad [1]. 
• Leta 1984 Apple Macintosh prvi komercialno uspešni računalnik z GUI, s katerim se je 
GUI še bolj populariziral. Pri Apple so v ta namen ustvarili za tisti čas najdražji oglas, 
ki so ga predvajali na tekmi Super Bowl [1]. 
• Leta 1985 Microsoft predstavi svoj prvi operacijski sistem windows 1.0, vendar jo je 
takoj nasledila naslednja verzija 1.01 zaradi težav s tipkovnico [1]. 
V današnjih časih se vse več uporabljajo dotični senzorji, saj sta lahko vhodna in izhodna 
enota integrirana, kar predstavlja zaslon na dotik. Posledično lahko izdelamo pametne 
elektronske naprave v zelo majhnih volumnih. Vse to pa nam omogočajo vedno boljše 
tehnologije zaslonov ter senzorjev na dotik. 
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2.3.  Opis elektronike UV 
Za razvoj programske opreme uporabniškega vmesnika, je potrebno osnovno poznavanje o 
sami strojni opremi, na kateri bo programska oprema delovala, zato je v tem delu opisana 
sestava in glavne značilnosti elektronike.  
 
 
Slika 1: blok shema sistema. 
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Celotno vezje je ustvarjeno na dvostranskem tiskanem vezju, ki vključuje na površini 
montirano tehnologijo SMT (ang. Surface-Mount Technology), ter elemente, montirane skozi 
luknje THT (ang. Through-Hole Technology). V tem uporabniškem vmesniku so vključene dve 
vhodne enote (tipke ter enkoder) in tri izhodne enote (zaslon, svetleče diode ter piskač). Za 
komunikacijo med napajalno elektroniko in UV uporabljamo USART (ang. Universal 
Synchronous/Asynchronous Reciever/Transmitter) protokol. Ker na procesorju ni dovolj 
bliskovnega polnilnika (ang. flash memory) uporabljamo zunanji bliskovni spomin. Za 
komuniciranje in izrisovanje na zaslon uporabljamo ST75256 krmilnik z vgrajenim internim 
DDRAM (ang. Display Data Random Access Memory), kar nam omogoča lažjo komunikacijo 
izrisovanja na zaslon ter ne zahteva osveževanja iz procesorja, saj zato skrbi sam.  
2.3.1. Zunanji bliskovni spomin 
Zunanji bliskovni spomin FLASH nam skrbi za shranjevalni prostor vseh potrebnih binarnih 
zbirk za sestavo vsebine na UV. Na glavni mikroprocesor je priključen preko šestih portov, od 
katerih je 5 izhodnih ter 1 vhodni. Komunikacijo med mikroprocesorjem in spominom nam 
omogoča urin serijski vmesnik CSI (ang. Clocked Serial Interface). 
2.3.2. USART komunikacijski vmesnik 
USART komunikacijski vmesnik uporablja 2 porta, ki sta definirana kot vhodni (branje 
podatkov iz napajalne elektronike) in izhodni port (zapisovanje podatkov).  
2.3.3. Tipke 
Prva vhodna enota je tipka, ki nam omogoča zaznavo nekega fizičnega pritiska oz. interakcije 
med uporabnikom in napravo. Tipke so priklopljene na analogne vhode glavnega procesorja, te 
so razdeljene v tri skupine po 2 tipki, kar nam vključuje 6 tipk. Vsaka skupina posebej je 
priklopljena na analogni vhod preko pull-up upora in kondenzatorja povezanega na maso, 
katera nam stabilizirata vhodno napetost ter zmanjšata motnje. Za identifikacijo, katera tipka je 
pritisnjena, skrbi analogno digitalni konverter ADC (ang. Analog Digital Converter), s katerim 
preberemo napetost na vhodu in ga pretvorimo v digitalno vrednost. S pritiskom tipke v vezje 
vključimo dodatni upor, s katerim spremenimo napetost na vhodu ter tako zaznamo vrednosti, 
ki definirajo posamezno tipko iz skupine tipk.  
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2.3.4. Enkoder 
Druga vhodna enota je mehanski enkoder, ki uporablja dva digitalna vhoda glavnega 
procesorja. Ta nam omogoča zaznavo rotirajočih premikov uporabnika in igra vlogo izbiralnika 
poljubne vrednosti ali neke izbire. Enkoder je priklopljen preko dveh podatkovnih vhodov A in 
B. Za identifikacijo strani vrtenja beremo signale iz teh dveh podatkovnih linij in tako 
zaznavamo vrstni red signalov iz katerih lahko nato razberemo smer vrtenja.  
2.3.5. Zaslon 
Kot prva izhodna enota na tem UI predstavlja slikovno točkovni (ang. pixel) zaslon resolucije 
512*30 skupaj s krmilnikom ST75256. Izbira zaslona je predvsem pogojena iz oblikovalskega 
vidika, zato je tudi izdelan po meri. Priključen je preko 8 podatkovnih linij, dvemi linijami za 
izbiro čipa (gospodar (ang. master), suženj (ang. slave), linijo za izbiro načina pošiljanja 
podatka (ukazni izhod, omogoča izbiro med podatkom ali ukazu), linijo za postavitev zastavice 
za pošiljanje podatka (pisanje), linijo za branje (branje), ter linijo za vklop osvetlitve ozadja 
(ang. backlight) zaslona. 
2.3.6. Svetleče diode 
Drugo izhodno enoto predstavljajo svetleče diode LED (Light Emitting Diode), ki nam služijo 
kot vizualni indikator. Priključene so preko izhodne stopnje direktno na izhode glavnega 
procesorja. 
2.3.7. Piskač 
Tretjo izhodno enoto predstavlja piskač (ang. buzzer), ki nam služi kot zvočni indikator in je 
priključen preko dveh izhodnih portov, pri katerih eden deluje kot digitalni izhod, s katerim 
lahko nastavljamo frekvenco, drugi pa kot analogni izhod in nam omogoča nastavljanje 
glasnosti. 
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2.4. Programsko okolje 
Vse v vezi s programiranjem Renesas čipa je napisano v programskem jeziku C, ki velja za 
programski jezik na nižjem nivoju in je najbolj pogost pri programiranju vgrajenih sistemov. 
Naše programsko okolje za urejanje kode, zapisovanje programa na interni bliskovni polnilnik 
in odpravljanje napak (ang. debugging) je e2 studio (Slika 2), ki je razvijalno okolje podjetja 
Renesas za čipe istega podjetja, zgrajen je na bazi Eclipse CDT podjetja Oracle [2]. Skupaj s 
programskimi orodji GCC za RL78 lahko v tem okolju prevajamo ali komuniciramo s čipom. 
Z Renesas E1 emulatorjem pa lahko strojno odpravljamo napake v kodi in zapisujemo notranji 
bliskovni polnilnik. To je eden pomembnejših gradnikov pri razvoju programov, kajti omogoča 
prelomne točke (ang. breakpoint), katere so zelo pomembne pri odpravljanju specifičnih napak 
v kodi. 
 
Slika 2: e2 studio (prikaz ob zagonu) 
Za potrebo priprave podatkov, npr. pretvorba PNG slik, besedil, pisav v binarne zbirke, 
smo v ta namen razvili različne pretvornike v programskem jeziku python in integriranem 
razvijalnem okolju IDE (ang. Integrated development environment) PyCharm, razvit pri 
podjetju JetBrains. 
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Slika 3: PyCharm (prikaz ob zagonu). 
Ta IDE nam omogoča zelo dobro analizo kode, grafični razhroščevalnik, prevajalnik 
kode ter veliko dodatnih orodij, ki lahko olajšajo in pospešijo programiranje. Omembe vredno 
je tudi to, da je javna različica (ang. community edition) tega IDE-ja odprto kodna, kar pomeni 
da lahko kdorkoli uporablja to programsko opremo brezplačno [3]. 
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2.5. Povezovanje gradnikov programske opreme 
Če želimo imeti kodo kar se da najbolj pregledno in enostavno za programiranje, moramo 
posamezne gradnike programske opreme povezovati med sabo. V tem poglavju sta napisana 
dva načina povezovanja gradnikov, ki se uporabljata. 
2.5.1. Funkcija za povezovanje modulov (poslušalec) 
Za komunikacijo med programskim gonilnikom za tipke in enkoderjem ter ostalo programsko 
kodo skrbi funkcija setListener(void (*listener)(event* event)). Funkcija sprejme kazalec 
naslova prazne funkcije »poslušalec (ang. listener)« s parametrom kazalca na strukturo 
»dogodek (ang. event)«, v kateri se določi identifikacijo dogodka, glede na samo opravilo. 
Sistem deluje na princip vzorec opazovalca (ang. observer pattern) in nam omogoča lahko ter 
pregledno povezovanje.  
 
Slika 4: SetListener funkcija v modulu tipk. 
Za uporabo te funkcije moramo v programski kodi ustvariti funkcijo (Slika 5) ter jo 
podati v željeni modul gonilnika. V kodi gonilnika se morajo parametri v funkciji nastaviti 
glede na zahtevo dogodka. Na primer, pri tipkah imamo možnost zaznavanja pritiska, spusta ali 
dolgega pritiska tipke. Nato lahko funkcijo pokličemo in funkcija izvede željeni ukaz odvisno 
od dogodka. 
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Slika 5: funkcija uporabljena v SetListener funkciji. 
 
Slika 6: blok shema povezave poslušalca. 
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2.5.2. Strukture modulov za povezovanje 
Za predstavitev funkcij nekega modula navzven v glava datoteki (ang. header file) je najboljše 
opisati naslove posameznih gradnikov (funkcij) v strukturi. Za še boljšo razčlenitev lahko tudi 
naslove teh struktur zabeležimo v bolj splošne strukture ter tako skrijemo funkcije na nižjih 
nivojih s statičnimi funkcijami (ang. static functions).  
 
Slika 7: blok shema struktur. 
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Strukture, razdeljene kot prikazuje shema (Slika 7), dostopamo s spodnjim primerom za 
izris besedila, v katerem najprej izberemo glavno strukturo (UI), nato dostopamo do podatkov 
notranje strukture (zaslon) in na koncu uporabimo funkcijo izris_besedila. 
UI.zaslon->izris_besedila(x, y, naslov besedila, jezik, poravnava, set); 
 
Na enak način lahko uporabimo kakršnokoli funkcijo v strukturi ter tako naredimo kodo 
veliko bolj pregledno za branje in poznejše popravljanje napak. 
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2.6.  Osnovni zagon in nastavitve mikroprocesorja za delovanje 
Za osnovni zagon procesorja je najprej potrebno ustvariti nov projekt v e2 studiu, v katerem se 
izbere najbolj primerno množico orodij Renesas GCC za RL78, nato se izbere strojna naprava 
za odpravljanje napak, v našem primeru E1 emulator in na koncu še tarča oz. mikroprocesor, v 
našem primeru RL78 G14 R5F104JG. S pomočjo teh nastavitev nam program definira izhodne 
in vhodne porte. Nato je potrebno pravilno nastaviti notranje registre, ki nam omogočajo 
obnašanje portov kot vhodni ali kot izhodni in za nastavitev njihovih dodatnih funkcij. Vse 
spodnje informacije so izvlečene iz podatkovnega lista čipa (ang. datasheet) [4]. 
- PMn (Port Mode register) je za nastavitev načina porta, številka n nam definira 
zaporedno številko porta. Primer z PM0 = 0x02 nastavimo P01 kot vhod in ostale od 00 
do 07 izhodne. 
- PIMn (Port Input Mode register) je za nastavitev vhodnega načina, ki sta kot navadni 
vhodni med polnilnik s postavitvijo bita željenega porta na 0 in postavitvijo porta na 1 
za TTL vhodni med polnilnik, kateri nam omogoča logično razpoznavanje stanja 0 ali 
1 in ojačenje vhoda. Primer z PIM0 = 0x02 nastavimo P01 kot TTL vhodni med 
polnilnik in ostale kot navadne vhodne med polnilnike. 
- POMn (Port Output Mode) register je za nastavitev n-kanala kot odprto-odtočni izhod 
(ang. open-drain output). Primer s POM0 = 0x01 nastavimo port 00 kot odprto-odtočni 
izhod in ostale kot navadne digitalne izhode. 
- PMCn (Port Mode Control) register je za nastavitev izhodov kot digitalni izhodi in 
vhodi. Primer PMC0 = 0x01 nastavimo port 00 kot analogni vhod/izhod. 
- PUn (Pull-Up resistor option) register je za aktiviranje notranjega pull-up upora na 
vhodu. Primer PU0 = 0x01 nastavimo pull-up upor pri vhodu P00. 
- ADPC (A/D Port Configuration) register je za nastavitev porta kot digitalini izhod/vhod 
ali kot analogno funkcijo analogno-digitalnega (specifični port primer P27) oz. 
digitalno-analognega (specifični port primer P22) konverterja. Nastavimo ga z 8 bitno 
spominsko manipulacijsko inštrukcijo, ki jo najdemo v tabeli na podatkovnem listu čipa. 
Primer ADPC = 0x04 nastavi P22 kot D/A ali A/D konverter odvisno od nastavitve 
porta ali je izhod ali vhod, P20 in P21 nastavi kot A/D konverter in ostale kod digitalne 
vhode in izhode. 
- PIOR0, PIOR1 (Peripherial I/O Redirection) register 0, 1 je za nastavitev preusmeritve 
funkcije portov kot na primer uporaba strojnega USART-a. Nastavimo ga z 8 bitno 
spominsko manipulacijsko inštrukcijo, ki jo najdemo v tabeli na podatkovnem listu čipa. 
14 
 
2.7.  Razvoj gonilnika za ST75256 
Za komunikacijo med mikroprocesorjem RL78 G14 in krmilnikom ST75256 potrebujemo 
inicializacijo vseh potrebnih portov in registrov za delovanje zaslona, funkcijo za zapisovanje 
na krmilnik ter funkcijo za branje, s katerimi lahko potem komuniciramo in upravljamo s 
krmilnikom preko glavnega mikroprocesorja. Za meritve in izris spodnjih grafov je uporabljen 
PicoScope 3206DMSO od proizvajalca pico Technology ter njihova namenska programska 
oprema picoscope 6. S to merilno napravo, lahko zajemamo dva analogna signala hkrati preko 
dveh namenskih vhodov. Lahko pa tudi merimo in spremljamo 16 digitalnih signalov hkrati. 
Zatorej je ta picoscope uporabljen za meritev časov pošiljanja podatkov preko povezav. 
2.7.1. Nastavitev povezav za komunikacijo s krmilnikom ST75256 
Torej najprej je potrebno nastaviti izhode in vhode na glavnem čipu, preko katerih lahko 
komunicira z krmilnikom ST75256. Vse spodnje informacije so izvlečene iz podatkovnega lista 
čipa [5]. 
 
- P120 – CS-Master (Chip Select) izbira čipa gospodar pri katerem za izbiro željenega 
čipa postavimo izhod na logično 0 in deaktiviramo s postavitvijo izhoda na logično 1. 
- P130 – CS-Slave (Chip Select) izbira čipa suženj pri katerem za izbiro željenega čipa 
postavimo izhod na logično 0 in deaktiviramo s postavitvijo izhoda na logično 1. 
- Od P10 do P17 – Data (podatkovne linije), preko katerih pošljemo 8 bitov podatkov. 
- P147 – A0 predstavlja izbiro načina pošiljanja podatka, na primer za spremembo in 
nastavitev kontrolnih registrov uporabimo podatki ukaza (ang. control data), katerega 
predstavlja logična 0 na tem izhodu. Za nastavitev podatkov v DDRAM pa uporabimo 
ukaz podatki zaslona (ang. display data), katerega predstavlja logična 1. 
- P140 - WR predstavlja zastavico za pošiljanje podatka na krmilnik, za začetek pošiljanja 
podatkov na liniji od P10 do P17 postavimo izhod na 0. 
- P146 - RD je zastavica za branje iz krmilnika in v kombinaciji z CS in A0 branje iz 
kontrolnega registra ali pa iz DDRAM,  s postavitvijo tega izhoda na 0 aktiviramo 
branje. 
- P30 – Backlight izhod, ki vklopi osvetljavo ekrana, vklopi se s postavitvijo tega porta 
na logično 1. 
- P31 – RSTB reset port krmilnika, ob postavitvi izhoda na 1 reset ni aktiviran in za 
pravilno delovanje krmilnika mora biti ta izhod stalno na 1. 
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Za uporabo jih moramo najprej inicializirati, zato je v ta namen narejena preprosta funkcija 
initialization_IO(void). Je prazna funkcija, v kateri se nastavijo izhodi in vhodi. Za 
osvetljevanje zaslona nastavimo P30 kot izhod s PM3_bit.no0 = 0 in kot navadni digitalni izhod 
s POM3_bit.no0 = 0. Nato nastavimo P31 – rstb kot izhod in navadni digitalni izhod. Ker je ta 
port pomemben za delovanje komunikacije, se že lahko postavi na delujoče stanje 1 kar v tej 
inicializaciji. Za izbiro čipa gospodar imamo port P120, nastavimo ga kot digitalni izhod s 
PMC12_bit.no0 = 0. P140 in P146, ki nam predstavljata zastavico za branje in zapisovanje 
nastavimo kot izhod ter komandni port P147 – A0 nastavimo kot navadni digitalni izhod. Ker 
ne želimo nobenih presenečenj na podatkovnih linijah, nastavimo oba izhoda za branje in 
pisanje na 1 oz. neaktivirano stanje. 
Ta povezava uporablja 8-bit 8080 paralelni komunikacijski vmesnik, ki je zgrajen iz 8 
podatkovnih linij, linije /wr za aktiviranje pošiljanja, linije /rd za aktiviranje branja ter linije A0 
za izbiranje tipa podatka za pošiljanje. ST75265 omogoča tudi druge komunikacijske protokole: 
8-bit 6800 paralelni vmesnik, 4-linijski serijski vmesnik, I2C serijski vmesnik in 9-bit 3-linijski 
serijski vmesnik. Zaradi strojne vezave na elektroniki se v tem primeru uporablja 8-bit 8080 
paralelni komunikacijski vmesnik. Za stabilno delovanje povezave z 8080 paralelnim 
vmesnikom morajo biti vsi podatki ter kontrolne linije postavljeni v časovni okvir, v katerem 
se izvede pošiljanje ali branje podatkov na/iz krmilnika ST75256. Časi, ki so zahtevani za 
komunikacijo, so podani skupaj z diagramom (Slika 8) na podatkovnem listu krmilnika. 
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Slika 8: časovni diagram pošiljanja oz. branja podatkov [5]. 
- tAW8 je najmanjši čas, ki mora preteči od postavitve porta A0 do postavitve porta za 
pisanje oz. branje (20ns). Saj nam ta port omogoča izbiro registra bodisi kontrolne 
registre ali pa DDRAM register. 
- tAH8 je najmanjši čas v katerem mora A0 ostati postavljen od postavitve /wr oz. /rd. Ta 
čas ni pomemben zato je lahko tudi 0. 
- tCYC8 je najmanjši čas celotnega cikla pisanja podatkov na čip, ki mora trajati najmanj 
160ns in je razdeljen na: 
- tCCLW je čas v katerem mora biti /wr postavljen na 0 minimalno 70ns 
- tCCHW je čas v katerem mora biti /wr postavljen na 1 minimalno 70ns 
- tCYC8 je najmanjši čas celotnega cikla branja podatkov iz krmilnika, ki mora trajati 
najmanj 400ns in je razdeljen na: 
- tCCLR je čas v katerem mora biti /rd postavljen na 0 minimalno 180ns 
- tCCHR je čas v katerem mora biti /rd postavljen na 1 minimalno 180ns 
- tDS8 je najmanjši čas postavitve podatkov na podatkovne linije pred ponovno 
postavitvijo /wr ali /rd porta na 1, ta čas je 15ns. 
- tDH8 je najmanjši čas držanja podatkov na podatkovnih linij po postavitvi /wr ali /rd 
na 1, ta čas je 15ns. 
- tACC8 je čas v katerem se podatki za branje postavijo na podatkovne linije po postavitvi 
/rd in CS porta na 0, torej so podatki dostopni po 100ns. 
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- tOH8 je čas v katerem se podatki za branje izgubijo po postavitvi porta /rd na 1, ta čas 
je minimalno 10ns in maksimalno 110ns. Torej podatki na podatkovnih linijah so ob 
mejnih pogojih na voljo tCCLR(180ns) – tACC8(100ns) + tOH8(100ns) = 180ns. 
- tf (čas padanja) in tr (čas dvigovanja) sta časa, v katerem se vhodni port postavi na 
željeno vrednost definirana sta na 15ns ali manj. 
 
Za delovanje v tem časovnem okvirju mora biti napajanje na ST75256 med 1,8 in 3,3V ter 
temperatura okolice, v kateri se čip nahaja med -40 in +80°C [5]. 
2.7.2. Write funkcija 
Z upoštevanjem teh minimalnih časov je sestavljena funkcija za zapisovanje Write(command, 
data, masterSlave) (Slika 9). 
 
Slika 9: Write funkcija 
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Slika 10: časovni diagram Write funkcije. 
Za uporabo funkcije Write ji moramo vpisati spremenljivko, ki kontrolira A0 port in je 
lahko enak ukazu (ang. command) (logična 0) ali podatku (ang. data) (logična 1). Nato ji 
moramo zagotoviti podatek, ki ga želimo poslati ter izbiro čipa, ki je lahko enak gospodar (0) 
ali suženj (1). Kako pravilno izberemo vse te podatke je opisano na začetku tega poglavja. 
Funkcija Write deluje tako, da najprej postavi P1-Port1 kot izhod s PM=0x00, torej 
lahko za te izhode zapisujemo željene podatke. Nato moramo postaviti A0 na vpisan ukaz v 
funkciji. Zaradi izbire med zapisom na čip gospodar ali suženj ima funkcija izbirni stavek če 
(ang. if), s katerim primerja vrednosti. Če je izbran čip gospodar, postavimo izhod na krmilniku 
na izbiro za gospodar, če pa je izbran čip suženj, je najprej potrebno vpisane podatke zrcaliti s 
pomočjo zbirke byteReverse, ker so podatkovne linije na slave čipu ravno obratne kot na 
gospodar čipu zaradi same geometrije vezja. Ker želimo, da bodo podatki 100% pripravljeni 
pred aktivacijo /wr zastavice za zapis, jih postavimo najprej. S tem je pogoj minimalno 70ns 
zagotovljen. Ko so podatki pripravljeni glede na izbiro čipa, lahko aktiviramo zapisovanje na 
izbrani čip s postavitvijo /wr na 0 in nato takoj na 1. Ta operacija nam po meritvah porabi 
409.8ns, kar pomeni da je časa za branje krmilnika iz podatkovnih linij več kot dovolj. Na 
koncu še deaktiviramo oba porta za izbiro čipov. Celoten cikel Write funkcije po meritvah traja 
2.161us. 
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2.7.3. WriteInit funkcija 
Za lažjo in hitrejšo inicializacijo je ustvarjena še dodatna funkcija WriteInit (Slika 11), ki nam 
omogoča zapisovanje na čip brez dodatne izbire čipa.  
 
 
Slika 11: WriteInit funkcija. 
 
Slika 12: cikel WriteInit funkcije. 
Torej pred inicializacijo enega čipa, ga najprej izberemo in ga tako pustimo do konca. 
Ker je čip nonstop izbran, ga ni potrebno deaktivirati in ponovno aktivirati, s čimer prihranimo 
3 operacije in celotni cikel pošiljanja traja 1,472us. 
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2.7.4. Inicializacija gonilnika 
S funkcijo Write in WriteInit deluje komunikacija in pošiljanje podatkov na čip, zato lahko 
začnemo z inicializacijo.  
Ta inicializacija se zgodi v funkciji initialization_ST75256_Master_Slave(void). Za 
delovanje, ki ga pričakujemo, moramo slediti priporočenemu postopku inicializacije čipa s 
strani proizvajalca, zapisanega na podatkovnem listu čipa. Torej, kot že prej omenjeno, za 
inicializacijo uporabljamo posebno funkcijo WriteInit, zato moramo pred samim začetkom 
inicializacije aktivirati željeni čip (v priporočilu inicializacije je navedeno, da je najbolje prej 
inicializirati sužnja in nato gospodarja) in deaktivirati čip, katerega ne uporabljamo, zato ker ne 
vemo kakšno stanje je bilo pred tem. Nato lahko začnemo z postopkom inicializacije.  
Najprej za stabilnost inicializacije pošljemo v izbrani čip NOP (No Operation) ukazni 
podatek, kateri je prazna operacija. Kontrolni register na ST75256 je razdeljen na 4 razširjene 
ukaze, v katerih so različne nastavitve čipa. Izbiro izvedemo s postavitvijo prvega bita (EXT0) 
in četrtega bita (EXT1), sledeče kombinacije s formatom [EXT1,EXT0]: 
• [0,0] razširjen ukaz 1 
• [0,1] razširjen ukaz 2 
• [1,0] razširjen ukaz 3 
• [1,1] razširjen ukaz 4 
 
 
Tabela 1: register za izbiro razširjenega ukaza [5]. 
Celotna koda inicializacije je v prilogi. 
Za inicializacijo moramo najprej izbrati razširjen ukaz 1, ki nam omogoča osnovne 
funkcije, kot na primer: vklop/izklop zaslona, inverzni zaslon (ker je zaslon črno-bel, imamo 
lahko ozadje belo in rišemo na zaslon s črno ali pa ravno obratno), vklop/izklop vseh slikovnih 
točk, itd. Opisane so samo tiste, ki se uporabljajo v inicializaciji tega zaslona.  
Za začetek izberemo razširjen ukaz 1, v katerem aktiviramo sužnja za zapisovanje. Nato 
lahko začnemo z inicializacijo samega zaslona. Zaslon postavimo iz stanja spanja (ang. sleep 
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mode) z registrom power save, ki ga nastavimo na sleep out. Za nastavitev zaslona ga moramo 
najprej izklopiti z registrom display on/off, kjer ga postavimo na display off. Nato počakamo 
50ms, da se zaslon v temu času dejansko izklopi in da se vsi napetostni nivoji stabilizirajo. Za 
kontroliranje zaslona moramo nastaviti napajalno kontrolo, katero sestavljajo 3 zastavice za 
vklop ali izklop internega ojačevalnika, regulatorja in sledilnika. Za potrebo delovanja v našem 
primeru za suženj čip vklopimo vse tri možnosti, ki nam potem omogočajo natančnejše 
nastavljanje napetostnih nivojev na slikovnih točkah. Nato lahko izberemo način zaslona. Ker 
ta krmilnik omogoča črno-beli način (ang. monochrome mode) in 4 stopenjski sivinski način, 
(ang. 4 gray scale mode) lahko izbiramo med dvema. V našem primeru imamo na voljo samo 
črno-beli zaslon, zato tudi izberemo sledečega, to storimo z izbiro display mode registra in takoj 
za tem z ukazom za izbiro načina. Za izris na zaslon imamo možnost zapisa 8 bitov v eno stran 
(ang. page), zato moramo izbrati, kako se bodo biti zapisovali v stran. Izbiro storimo z registrom 
data format select, v katerem s tretjim bitom izberemo, kje se bo nahajal najmanj pomemben 
bit LSB (Less Significant Bit) – na vrhu ali na dnu strani.  
 
 
Slika 13: sestava DDRAM  v ST75256 [5]. 
Za delovanje in kontroliranje slikovnih točk na zaslonu moramo nastaviti tudi kontrolo 
za zaslon, nastavimo jo z izbiro registra display control, za katerim moramo poslati tri 
podatkovne ukaze. Prvi ukaz se nanaša na razmerje deljenja (ang. clock dividing ratio) interne 
ali eksterne ure, v našem primeru ne uporabimo deljenja. Drugi ukaz nam omogoča nastavitev 
obratovanja (ang. duty), nastavimo ga iz specifikacije zaslona, ki ga uporabljamo, v našem 
primeru 38. Tretji ukaz je nepomemben, zato ga postavimo na 0. Po nastavitvi kontrole zaslona 
nastavimo smer izpisa podatkov na zaslon z registrom data scan direction (Slika 18), ta 
nastavitev je odvisna od fizične priključitve zaslona, v našem primeru izberemo izrisovanje od 
levega zgornjega kota do desnega spodnjega kota oz. v smeri branja. 
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Slika 14: scan direction primer [5]. 
Za sledeče nastavitve moramo izbrati razširjeni ukaz 2, ki nam omogoča nastavitev 
analognega napajalnega vezja za upravljanje zaslona. V tem registru moramo nastaviti 
zaslonsko bias razmerje, katerega dobimo podanega na specifikaciji zaslona, v našem primeru 
1/9. V zadnjem delu inicializacije ST75256 izberemo razširjen ukaz 1, v katerem izberemo 
register page address setting in s tem na čipu nastavimo naslove strani, katere bomo uporabljali, 
v našem primeru imamo zaslon ločljivosti 256*38 in v eni strani imamo 8 slikovnih točk (eno 
slikovno točko predstavlja en bit v strani), zato moramo uporabiti 5 strani. V črno-belem načinu 
imamo slikovne točke predstavljene z vsakim posamičnim bitom. S column address setting 
izberemo naslove stolpcev, v našem primeru vseh 256. Za vsako izbiro registra moramo poslati 
dva podatka, ki sestavljata izbrane naslove. Prvi podatek predstavlja začetni naslov, drugi pa 
končni. Za zaključek inicializacije še vklopimo zaslon. 
Podobno inicializacijo storimo tudi za gospodar čip z dodatkom za nastavitev 
napetostnega nivoja slikovnih točk, s katerimi lahko nastavljamo kontrast zaslona. Opiše ga 9 
bitov izračunanih po sledeči enačbi, kjer Vx predstavlja željeno napetost: 
 
𝑉𝑉𝑉𝑉𝑉𝑉 = 𝑉𝑉𝑉𝑉 − 3.60.04  
Enačba 1: napetostni nivo slikovnih točk [5]. 
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To nastavitev izvedemo z registrom set vop (Slika 15), katerega sestavljajo ukaz za zapis 
v register ter sledeča dva manipulacijska bajta. Prvi predstavlja prvih 6 bitov izračunane 
vrednosti in so postavljeni na prvih 6 bitov prvega bajta, zadnji 3 biti izračunane vrednosti pa 
so postavljeni na prve 3 bite prvega bajta, kot prikazuje slika. 
 
 
Slika 15: register za nastavitev napetosti na slikovnih točkah vop (kontrast)[5]. 
Druga posebnost pa je še izbira možnosti napajanja. Za izbiro napajanja moramo preiti 
na razširjen ukaz 2 in tam lahko izberemo, ali bo čip napajan iz internega ali eksternega izvora, 
v našem primeru izberemo eksterni napajalni izvor. Tako je naš ST75256 inicializiran in 
pripravljen za izrisovanje podatkov.  
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2.7.5. setPixel funkcija 
Obstajata dva načina izrisovanja slikovnih točk na zaslon, to sta direktno zapisovanje v med 
polnilnik čipa in posredno zapisovanje preko med polnilnika (ang. buffer) na mikroprocesorju, 
ki je identičen med polnilniku na čipu.  
 
Slika 16: del setPixel funkcije. 
Torej, za direktni prižig posameznega slikovne točke na zaslonu uporabimo funkcijo 
setPixel(int x, int y, char setChar) (del funkcije (Slika 16) celotna funkcija v prilogi), ki sprejme 
x pozicijo željene slikovne točke, y pozicijo in ukaz, ali želimo slikovno točko zbrisati (clear) 
ali zapisati (set). Ker je celoten zaslon sestavljen iz dveh identičnih zaslonov, iz gospodar in 
suženj čipa, moramo najprej determinirati, na kateri zaslon moramo zapisati izbrano slikovno 
točko. To izberemo tako, da se s pogojnim stavkom če vprašamo ali je x pozicija manjša od 
257 (pomeni da je zadnja mogoča vrednost 256) in če je sledeči pogoj izpolnjen, vemo, da 
želimo zapisati na levi del zaslona in to je suženj. Nato moramo determinirati, katero stran 
predstavlja željeno y pozicijo točke. Zato se vprašamo, če je y pozicija manjša ali enaka 8 
(pomeni da se začetek zapisovanja začne z 1 namesto 0), kar predstavlja prvo stran. Sedaj 
moramo iz podane y pozicije izluščiti pozicijo bita na strani, ki mora biti od 0 do 7 (v naslednjih 
korakih x vrednost zmanjša za ena). To storimo s če stavkom, na primer, če je y pozicija večja 
od 8, bo predstavljala 2. stran. Torej primer, če y ni enak 16, potem y delimo z 8 in shranimo 
ostanek, ki nam pove pozicijo bita v strani, v nasprotnem primeru je potem to zadnji bit v strani, 
to pomeni 8. 
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2.7.6. Draw funkcija 
S temi pripravljenimi podatki lahko pokličemo funkcijo Draw(char x, char y, char page, char 
masterSlave, char setClear) (Slika 17), katera mora prejeti x pozicijo, preračunano y pozicijo, 
stran, ciljani čip ter pogoj za izpis ali izbris slikovne točke. Draw funkcija najprej uporabi 
funkcijo setCulomnPageAddress(char startPage, char stopPage, char startColumn, char 
stopColumn, char masterSlave) (v prilogi), ki prejme začetno stran, končno stran, začetni 
stolpec -1, končni stolpec -1 za izris in izbiro čipa za zapis (-1 pri začetnem in končnem stolpcu 
pomeni zmanjšanje x vrednosti za ena, da dobimo vrednosti od 0 do 7). Ta funkcija se uporabi 
za postavitev strani in stolpca za zapis tako, da najprej s če stavkom izbere tarčo za zapis, nato 
odpre register za nastavitev strani in stolpca (set page address in set column address) ter jih 
nastavi za zapis. Začetek in konec strani kot tudi stolpca so vedno iste vrednosti, saj zapisujemo 
samo eno slikovno točko. Da ne izgubimo že zapisanih podatkov na zaslonu oz. v notranjem 
med polnilniku čipa ST75256 moramo te vrednosti na tej strani in tem stolpcu najprej prebrati 
tako, da odpremo register za branje iz DDRAM (read data), nato preberemo z read funkcijo in 
zapišemo v spremenljivko readData. S če stavkom ugotovimo ali je potrebno pisanje ali risanje, 
v katerem nato dodamo željeni bit prejšnjemu podatku z »ali« operatorjem in zbirko 
bytePixelSet, v kateri z izbiro željenega bita dobimo masko za maskiranje bitov. Tako je 
podatek pripravljen za pošiljanje na zaslon, zato moramo samo še odpreti register za 
zapisovanje (write data) ter v funkcijo Write poslati podatek ter druge potrebne lastnosti. 
 
Slika 17: Draw funkcija. 
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2.7.7. setPixelBuffer funkcija 
V drugem načinu zapisujemo na zaslon preko internega med polnilnika (ang. buffer), zato 
imamo tukaj definirano dvodimenzionalno matriko oz. začasno zbirko screenBuffer[512][5], ki 
je identična med polnilniku na čipu. Za postavitev slikovne točke imamo funkcijo 
setPixelBuffer(int x, int y, char setClear) (v prilogi), katera sprejme x pozicijo, y pozicijo ter 
izris ali izbris željene točke. Tukaj zopet preveri vrednost y spremenljivke ter tako določi stran, 
na katero se bo podatek zapisal in bajt, s katerim bomo manipulirali izris. Za razliko od prejšnje 
funkcije tukaj ne preverja, na kateri zaslon se bo zapisovalo in uporabi funkcijo addToBuffer(int 
x, int y, char setClear) (Slika 18), v kateri sprejme x in y pozicijo ter izbiro zapisa ali izbrisa.  
 
 
Slika 18: addToBuffer funkcija 
V tej funkciji najprej preverimo, ali bomo zapisovali ali brisali iz med polnilnika. Nato 
že obstoječe podatke v interni zbirki prepišemo in dodamo željeni bit ter nato te nove podatke 
znova zapišemo v interno zbirko.  
 
 
Slika 19: sendBufferToTarget funkcija. 
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Na koncu za zapis na čip uporabimo funkcijo sendBufferToTarget() (Slika 19), v kateri 
se odpreta registra za zapisovanje na obeh čipih (gospodar in suženj), ter se nastavita naslova 
za stolpec in stran avtomatsko od prvega do zadnjega, saj ima krmilnik možnost avtomatskega 
povečanja strani in stolpca z vsakim zapisom novega podatka v DDRAM. Nato lahko začnemo 
z zapisovanjem. Za zapisovanje so uporabljene 3 for zanke v katerih prva objema naslednje 
dve. Prva zanka gre skozi vse strani, zato se ponovi 5 krat, druge dve pa obdelajo vse možne 
stolpce, na vsakemu čipu jih je 256 in si sledijo od 0 do 255. V notranjih dveh zankah se nahaja 
še funkcija Write, ki pošlje izbrane podatke iz notranje zbirke screenBuffer.  
2.7.8. Meritve hitrosti funkcij 
Prvi način z direktnim pošiljanjem v krmilni med polnilnik je hitrejši za izrisovanje manjših 
količin slikovnih točk, na primer pri izrisu 1 slikovne točke na ekran samo pripravimo podatek, 
nastavimo naslov stolpca in naslov strani ter nato preberemo podatek na med polnilniku 
krmilnika, ga prepišemo ter podatek maskiramo in nato pošljemo in še shranimo v notranji med 
polnilnik. Enak proces se ponavlja za vsako dodatno slikovno točko. Z drugim načinom zopet 
pripravimo podatek, nastavimo naslove vseh stolpcev in strani, preberemo in maskiramo samo 
iz notranjega med polnilnika ter nato pošljemo cel nov med polnilnik. Torej je za pošiljanje 
manjših količin podatkov bolj primeren prvi način, saj nam ni potrebno pošiljati celotnega med 
polnilnika. Za pošiljanje večjih količin podatkov se izkaže drugi način kot najprimernejši, saj 
se pri prvem zgoraj omenjeni postopek pošiljanja ponovi za vsako slikovno točko posebej, pri 
drugem načinu pa se vsaka sprememba naredi samo na notranjem med polnilniku in na koncu, 
ko so vsi podatki zapisani v notranji med polnilnik, se pošlje le-ta enkrat v celoti. V takšnem 
primeru se uporabi veliko manj komunikacijskih operacij. 
 
Spodnja grafa prikazujeta izrisovanje 1 slikovne točke na oba načina na zaslon. 
 
Slika 20: cikel pošiljanja 1 slikovne točke - prvi način direktnega zapisa. 
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Meritve časa za pošiljanje 1 slikovne točke so pokazale, da traja en cikel 48.83us. Čas 
pošiljanja, ki je še manjši od pošiljanja z notranjim polnilnikom, znaša 13.29ms in je za zapis 
160 slikovnih točk. 
 
 
Slika 21: cikel pošiljanja 1 slikovne točke - drugi način preko pred polnilnika. 
Meritve za pošiljanje preko drugega načina so pokazale, da je čas cikla ne glede na 
število poslanih slikovnih točk vedno enak in znaša 13.19ms. 
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2.8.  Izdelava osnovne grafične knjižnice 
Vsak uporabniški vmesnik, ki ima vključen zaslon, potrebuje nekakšne funkcije za izrisovanje 
zahtevanih informacij na ta zaslon. Zato sem v ta namen ustvaril osnovno grafično knjižnico, 
katero sem imenoval glib (graphic library). V tej knjižnici je možno izrisati ravne in diagonalne 
črte, kroge ter poljubne prazne ali zapolnjene pravokotnike. 
Za izris črt in krogov uporabljamo Bresenham-ov algoritem za izrisovanje črt ali krogov. 
Jack Elton Bresenham je ameriški računalniški inženir rojen 11.10.1937, ki je v svoji 27 letni 
karieri pri podjetju IBM razvil algoritem za izrisovanje črt (ang. line algorithm) ter algoritem 
za izrisovanje krogov (ang. circle algorithm oz. midpoint circle algorithm), ki se uporabljata še 
danes. Algoritem za črte nam pomaga pri odločitvi katera točka je najbolj primerna za pravilno 
premico [6]. 
 
2.8.1. Funkcija za izris črte 
Na voljo imamo funkcijo void drawLineBuffer(int x0, int x0, int x1, int y1, char setClear) (Slika 
22), ki izriše željeno črto iz parametrov, vnesenih v funkcijo. Funkcija sprejme x0, y0 (začetni 
x in y poziciji) in x1, y1 (končni x in y poziciji) ter ukaz za izris ali izbris črte.  
 
 
Slika 22: drawLineBuffer funkcija. 
Ob vstopu v funkcijo najprej izračuna absolutno razliko med začetno in končno x 
pozicijo, nato preveri, v katero smer se bo črta risala s če stavkom tako, da če je začetna x 
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pozicija večja od končne x pozicije, pomeni, da bo potrebno črto izrisovati v pozitivni smeri od 
izhodiščne točke, v nasprotnem primeru bo izrisovalo v negativni smeri. To nam predstavlja 
korak povečevanja oz. zmanjševanja na x osi, ki je lahko 1 ali -1. Nato enako naredi z y 
vrednostmi, s to razliko, da je med začetno in končno y pozicijo rezultat absolutno negativno 
število. Sedaj je potrebno pripraviti samo še en podatek, ki ga imenujemo napaka (err). Napako 
izračunamo s seštevkom razlike med x in razlike med y. Ta napaka nam pove, katera točka je 
najbližja trenutni točki na črti. Z vsemi pripravljenimi podatki lahko funkcija vstopi v 
neskončno for zanko, v kateri najprej izriše začetno točko, nato se vpraša ali sta začetna x in 
končna x ter začetna y in končna y enaki, potem to pomeni, da je črta dokončno narisana in 
lahko izstopi iz neskončne for zanke z ukazom break. Za determinacijo naslednje točke 
uporabimo novo spremenljivko (e2), v katero zapišemo dvakratno napako. S tem dobimo celo 
število, ki nam omogoča primerjanje z razliko med točkama. Torej, če je dvakratna napaka 
večja od razlike med y točkama, pomeni, da moramo povečati x točko za prej izračunani korak 
sx in hkrati povečamo napako za razliko med y točkama. Nato se vprašamo, če je dvakratna 
napaka e2 manjša od razlike med x točkama, s tem determiniramo, ali je potrebno povečati tudi 
y pozicijo. Ta dva če stavka nam preverjata bližino željene točke do najbližje realne točke.  
Primer (Slika 23) 
• Vpišemo točko x0 = 5 in je začetna x točka, x1 = 40 končna x točka črte, y0 = 2 začetna 
y točka in pa y1 = 11 končna y točka črte. Absolutna vrednost razlike dx = x1 – x0 = 35 
in negativna absolutna vrednost dy = -(y1 - y0) = -9.  
• Spremenljivko sx uporabimo kot korak na x osi in jo določimo s če stavkom, torej v 
našem primeru je x0 < x1 in je sx = 1. Ker je y0 < y1 je tudi sy = 1.  
• Nato izračunamo napako err = dx + dy = 35 + (-9) = 26. Ob vstopu v for zanko najprej 
izriše točko na poziciji T0(5,2), katera je začetna točka črte. Nato zapišemo v novo 
spremenljivko e2 = 2 * err = 52 ter preverimo v prvem če stavku ali je 
e2 >= dy (52 >= -9), torej pogoj je izpolnjen, pomeni, da je naslednja točka na x0 + sx 
poziciji (5 + 1 = 6) ter napaki dodamo razliko y (err = err + dy = 26 + (-9) = 17). 
• Nato preverimo v drugem če stavku ali velja e2 <= dx (52 <= 45), e2 ni manjši ali enak, 
torej je y vrednost točke na istem mestu in je izbrana zgornja točka. Zopet nariše izbrano 
točko T1(6,2).  
• Izračuna e2 = 2 * err = 2 * 17 = 34. preveri e2 >= dy (34 >= -9), zopet prišteje korak 
x0 = x0 + sx = 6 + 1 = 7 in napaki doda dy, err = err + dy = 17 + (-9) = 8. Preveri 
e2 <= dy (34 <= 35), sedaj je ta pogoj izpolnjen in poveča vrednost 
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y0 = y0 + sy = 2 + 1 = 3, s tem je željeni črti bližnja spodnja točka. Doda še vrednost dx 
napaki err = err + dx = 8 + 35 = 43. Znova zapiše izbrano točko T2(7,3). To se ponavlja 
vse dokler ni pogoj x0 == x1 && y0 == y1 izpolnjen. 
 
 
Slika 23: prikaz odločevanja prižiga slikovnih točk. 
 
Slika 24: dejanska črta na zaslonu. 
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2.8.2. Funkcija za izris kroga 
Druga funkcija, ki jo lahko uporabljamo, je prav tako na bazi Bresenham-ovega algoritma za 
izris kroga. Za ta algoritem sem napisal funkcijo void drawCircleBuffer(int x0, int y0, int radius, 
char setClear) (Slika 25), katera sprejme središčno točko, sestavljeno iz x0 in y0 pozicije, ter 
polmer (ang. radius) kroga, ki ga želimo izrisati. S setClear zastavico dodamo ukaz, ali želimo 
ta krog izrisati ali izbrisati. 
 
 
Slika 25: drawCircleBuffer funkcija. 
Ob vstopu v funkcijo najprej zapišemo negativno vrednost polmera v spremenljivko dx, 
spremenljivko dy pa postavimo na 0. Izračunamo napako iz polmera. Nato lahko začnemo z do 
while zanko, v kateri izriše prve točke v vsakem kvadrantu, nato postavi polmer na vrednost 
napake. V če stavku se vprašamo, če je trenutni polmer manjši ali enak dy vrednosti in če je ta 
pogoj izpolnjen, napako povečamo za vrednost dy+1 krat 2 ter prištejemo 1, obenem pa 
vrednost dy povečamo za 1. V drugem če stavku pa se vprašamo, ali je trenutni polmer večji od 
vrednosti dx ali če je trenutna napaka večja od vrednosti dy in če je ta pogoj izpolnjen naredi 
enako operacijo kot v prejšnjem izbirnem stavku s to razliko, da sedaj dela z vrednostjo dx. Ti 
ukazi se ponavljajo vse dokler vrednost dx ni večja od 0, kar pomeni, da so vse točke, ki tvorijo 
krog, izrisane. 
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Primer (Slika 26) 
• Vpišemo središčno točko x0 = 10 in y0 = 10 v središče S(10,10), ter polmer radius 4. 
Nato je spremenljivka dx = -radius = -4 ter dy = 0. Izračunamo napako 
err = 2 – 2 * radius = -6. Sedaj vstopimo v do while zanko, ki dela samo pod pogojem 
dx < 0.  
• Najprej izrišemo točko T0(14,10) v prvem kvadrantu ter vse zrcaljene. Polmer 
nastavimo na vrednost radius = err = -6. Če stavek preveri pogoj radius <= dy, ker je 
manjši vstopi ter poveča dy = dy + 1 = 1, ter izračuna novi err = err + 1 + dy* 2 + 1 = -3.  
• Sedaj lahko zopet narišemo naslednjo T1(14,11) ter vse zrcaljene. Zopet 
radius = err = -5, radius <= dy ker je pogoj izpolnjen dy = dy + 1 = 2 in 
err = err + 1 + dy * 2 + 1 = 2. Sedaj vstopimo tudi v sledeči če stavek radius > dx in ker 
izpolnjuje pogoj dx = dx + 1 = -3 ter err = err + 1 + dx * 2 + 1 = -3.  
• Narišemo točko T2(13,12) in vse njene zrcaljene točke. Vse skupaj se ponovi in dobimo 
točko T3(12,13) ter narišemo vse potrebne točke. Nato dobimo še zadnjo točko 
T4(11,14).  
• V naslednjem koraku izpolnimo pogoj radius > dx ter err > dy in ker je vsaj eden od 
pogojev izpolnjen dx = dx + 1 = 0 ter err = 10, pri pogoju while izstopimo iz zanke 
zaradi vrednosti dx, ker dx ni manjši od 0.  
• Spodaj prikazana slika (Slika 26) prikazuje izris zgoraj omenjenih točk, vse te točke se 
ponovijo v vsakem kvadrantu. 
 
Slika 26: prikaz izrisa slikovnih točk. 
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Slika 27: dejanski krog na zaslonu 
2.8.3. Funkcija za izris pravokotnika 
Naslednjo funkcijo imamo void drawRectBuffer(int x, int y, int width, int height, char setClear) 
(Slika 28), s katero narišemo poljubni pravokotnik. To funkcijo sestavljajo 4 funkcije za izris 
črte, katere potem tvorijo pravokotnik. Izhodiščna točka pravokotnika je vedno v levem 
zgornjem kotu. 
 
 
Slika 28: drawRectBuffer funkcija. 
V tej funkciji najprej izriše črto iz izhodišča po x osi, zgornjo vodoravno  črto (od točke 
T0 do T1). Potem izriše desno navpično črto (od T1 do T2), nato spodnjo vodoravno (od T2 do 
T3) ter nazadnje levo navpično črto (od T3 do T0). Vse te skupaj sestavijo poljubni pravokotnik.  
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Slika 29: grafični prikaz izrisa pravokotnika. 
 
Slika 30: dejanski pravokotnik na zaslonu. 
 
2.8.4. Funkcija za zapolnitev poljubnega okna 
Naslednja funkcija je void fillWindowBuffer(int x, int y, int width, int height, char setClear) 
(Slika 31), ki nam omogoča zapolnitev poljubnega okna. Sprejme začetni x in y poziciji ter 
višino in širino izbranega okna, s setClear pa lahko to izbrano okno pobrišemo ali pa izrišemo. 
 
 
Slika 31: fillWindowBuffer funkcija. 
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Ta funkcija je sestavljena le iz dveh ugnezdenih for zank, v prvi prehodimo vse stolpce 
po x osi, ki segajo od x do x + width, v drugi pa zapolnimo vse potrebne točke v strani, ki segajo 
od y do y + height. 
 
 
Slika 32: dejansko zapolnjeno okno na zaslonu 
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2.9. Pisava (Font) 
Velik del uporabniškega vmesnika sestavljajo besedila (ang. strings) in za sestavo besedila 
potrebujemo črke oz. bolj splošno znake (ang. characters). Da lahko nek poljubni znak izrišemo 
potrebujemo osnovne podatke o geometriji znaka. 
2.9.1. Geometrija znaka 
 
Slika 33: Geometrijske lastnosti znaka. 
- xMin vrednost nam podaja vrednost najmanjšega odmika od središča po horizontalni 
osi.  
- yMin nam podaja vrednost najmanjšega odmika od središča po vertikalni osi, s tem 
definiramo črke katere presegajo bazno linijo (ang. baseline). 
- Višina in širina nam definirajo dimenzije črke. 
- Napredek nam definira celotno vrednost odmika od središča, kar nam omogoča sestavo 
besedila z pravim odmikom med znaki. 
2.9.2. Datotečni sistemi pisav 
Informacije o geometriji znaka in še mnogo drugih imamo zapisane v pisavah (ang. fonts), ki 
so standardizirane v več različnih datotečnih sistemih, kot so: 
- PostScript Font, drugače znan tudi kot Type 1 font, razvit s strani podjetja Adobe in je 
eden prvih sistemov shranjevanja pisav v elektronski obliki. Zgrajen iz dveh datotek, 
ene, ki opisuje znake za prikaz na zaslonu in druge, ki opisuje znake za tiskanje. Vsebuje 
pa lahko le 256 znakov [8]. 
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- TTF (TrueType Font) je datotečni sistem za opis pisave, originalno razvit s strani 
podjetja Apple in kasneje pripisan podjetju Microsoft. Ta sistem je še vedno eden bolj 
razširjenih na današnjih operacijskih sistemih zabavne elektronike (Windows, Mac OS, 
Android, IOS, itd.) [8]. 
- OTF (OpenType Font) je trenutno najbolj izpopolnjen ter tudi najbolj standardiziran 
datotečni sistem razvit s strani Microsofta in Adobe [8].  
V našem primeru uporabljamo TTF datotečni sistem pisave, ki je bil ustvarjen ter 
pripravljen s strani oblikovalske ekipe natanko za ta zaslon. Vsi znaki so narejeni na slikovno 
točkovni osnovi, kar pomeni, da so ustvarjeni specifično za eno velikost pisave, saj zaslon ne 
omogoča spreminjanje velikosti pisave zaradi majhnega števila slikovnih točk. Datoteka je 
sestavljena iz devetih osnovnih tabel: 
Oznaka Opis tabele angleško Opis tabele slovensko 
cmap Character to glyph mapping Indikacija za mapiranje ter dekodiranje znakov 
glyf Glyph data Opis znaka za izris in obliko v pisavi 
head Font header Opis globalnih podatkov celotne pisave 
hhea Horizontal header Informacije o globalnih horizontalnih vrednosti  
hmtx Horizontal metrics Mere horizontalnih informacij znakov 
loca Index to location Indeksiranje lokacije znaka 
maxp Maximum profile Informacije o zahtevi po spominu za pisavo 
name Naming Imenovanje 
post PostScript Uporaba pisave na PostScript tiskalniku 
   
Tabela 2: Tabel TTF datoteke [9]. 
Za sam izris posamezne črke na našemu UV zadostujejo »cmap« tabela, katera nam 
podaja informacije za razvoj kodiranja po meri in indikacijo znakov pri pretvarjanju, »glyf« za 
pridobitev informacije odmika levo od izhodišča (xmin) ter vertikalni odmik navzdol od 
izhodišča (podatek pomemben predvsem za znak, ki preseka temeljno vrstico),  »head« za 
prepoznavo spreminjanja velikosti (ang. scale) pri pretvarjanju, »hmtx« za pridobitev 
informacije za napredek ter »maxp« tabelo, katera nam podaja informacijo o številu znakov v 
pisavi. 
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2.9.3. Sestava binarne zbirke znaka 
Ker pa v našem sistemu ne uporabljamo celotne TTF datoteke zaradi prevelike potrate prostora 
in potrebi po drugačni obliki podatkov, uporabimo pretvornik, katerega izhodna datoteka je 
binarna zbirka opisa znaka z veliko manj podatki, pa vendarle dovolj za natančen izris. 
 
 
Prva dva bajta opisujeta širino dvodimenzionalne matrike znaka in sta sestavljena iz 
MSB (Most Significant Byte) najbolj pomembnega bajta ter LSB (Less Significant Byte) 
najmanj pomembnega bajta. Skupaj sestavljata celo število (ang. integer), ki nam poda vrednost 
širine. Enako je sestavljeno tudi celo število za vrednost višine matrike zbirke. Peti bajt nam 
predstavlja napredek (ang. advance) znaka, ki ga dobimo iz »hmtx« tabele, podane v TTF 
datoteki. Šesti bajt podaja vrednost najmanjšega odmika od središča, naslednji, sedmi bajt pa 
najmanjši odmik od bazne linije. Osmi ter vsak naslednji bajt nam podaja opis slikovnih točk 
za izris znaka.  
Pretvornik napisan v programskem jeziku python, začne najprej z nastavitvijo izbrane 
pisave za pisanje besedila. Nato s to pisavo napiše znak na platno (ang. canvas), iz katerega 
preko izračuna relativne svetilnosti (Enačba 2) (ang. relative luminance) in orodja za pretvorbo 
in branje slikovnih točk (Python Imaging Library (PIL)) ter orodje za zapisovanje matrik 
(Numpy), zapiše v dvodimenzionalno matriko vrednosti sivinskih stopenj. 
𝑌𝑌 = 0.2126𝑅𝑅 + 0.7152𝐺𝐺 + 0.0722𝐵𝐵 
Enačba 2: formula za relativno svetilnost [7]. 
Ker pa imamo črno-bel zaslon potrebujemo binarno vrednost slikovne točke in to 
dobimo tako, da postavimo mejo izbire vrednosti točno na sredino polne vrednosti izračuna 
relativne svetilnosti, tako dobimo zbirko binarnih vrednosti. Višino ter širino znaka dobi iz 
dimenzij te matrike, katero nato preko 4 bajtov zapišemo v glavo zbirke znaka. Iz matrike 
prebere tudi opis slikovnih točk ter jih zapiše v zbirko. Vse ostale prej omenjene informacije pa 
pretvornik pridobi s pomočjo orodja fontTools iz TTF tabel. 
  
Tabela 3: Opis znaka v zbirki. 
Bajt: 1 2 3 4 5 6 7 8… 
Podatek: Širina 
MSB 
Širina 
LSB 
Višina 
MSB 
Višina 
LSB 
Napredek xMin yMin Podatki 
za izris 
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2.9.4. Kodiranje po meri 
Za izbiranje znakov potrebujemo znakovno kodiranje (ang. character encoding), ki nam 
omogoča izbiro znaka preko neke numerične vrednosti oz. naslova, to pomeni da ima vsak znak 
svojo vrednost bodisi velike ali male črke.  
Poznamo več vrst znakovnega kodiranja, najbolj osnovno je ASCII (American Standard 
Code for Information Interchange), omogoča nam 7-bitno kodiranje s kapaciteto 128 osnovnih 
znakov. Sestavljeno je iz 33 kontrolnih, 10 numeričnih, 33 posebnih znakov ter 26 velikih in 
26 malih znakov ameriške abecede. Ker pa imamo na svetu več različnih jezikov in pisav ter 
posledično tudi znakov, je potrebno znakovno kodiranje z večjo kapaciteto, zato je v ta namen 
razvito UTF (Unicode Transformation Format) kodiranje po unicode standardu in je v bistvu 
razširjeno kodiranje iz ASCII. Poznamo UTF-8 (4 8-bitnih enot), UTF-16 (2 16-bitne enote) ter 
UTF-32 (1 32-bitna enota) s kapaciteto 1112064 znakovnih mest [11]. 
Zaradi stiske s prostorom je uvedeno znakovno kodiranje po meri (ang. custom character 
encoding) in nam omogoča indeksiranje znakov v bolj gostem zapisu naslovov. Primer, za 
izbrano kitajsko pisavo želimo indeksirati neko kitajsko črko (将), ki ima naslovno vrednost 
indeksa 23558, v kodiranju po meri pa ima vrednost 436. Kar pomeni, da je prihranjenih vsaj 
22000 naslovnih mest, če predpostavimo da imamo vsaj 1000 znakov pred tem izbranim. Torej, 
s tem kodiranjem po meri zapolnimo prazna naslovna mesta, ki se pojavijo v nekem 
standardnem kodiranju.  
 
2.10. Organizacija zunanjega bliskovnega spomina 
Za shranjevanje podatkov kot so besedila, pisave ter ikone se uporablja zunanji bliskovni 
spomin. Za najbolj enostaven in pregleden dostop do zapisanih podatkov potrebujemo urejen 
spomin.  
Organizacija spomina za ta specifični primer je podana v spodnji tabeli (Tabela 4). 
Razdeljeni so po vrsti vsak na svojem specifičnem znanem naslovu, pomembno pa je, da je 
dovolj prostora za podatke in da se le ti ne prekrivajo. Ti podani naslovi nam služijo kot odmik 
pri sestavi končnega naslova za branje. Na teh naslovih se začnejo podatki posamezne 
kategorije, vsaka kategorija je razdeljena še na dva dela. Na začetku so opisane zbirke naslovov 
po vrsti, kar nam omogoča še lažji in bolj urejen dostop do posameznih podatkov, v drugem 
delu pa so podatki. 
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Tabela 4: organizacija zunanjega bliskovnega spomina. 
 
 
  
Naslov Ime opis 
0x0 Verzija Verzija trenutnih podatkov 
0x10 
Main_font 
Zbirka naslovov znakov 
Zbirka podatkov znakov 
 
Pisava latinice, številk in cirilice ter posebnih 
znakov 
0x2000 
Strings 
Zbirka naslovov besedil 
Zbirka podatkov besedil 
 
Opis besedil 
0x70000 
Icons 
Zbirka naslovov ikon 
Zbirka podatkov ikon 
 
Opis ikon 
0x75000 
Japanese font 
Zbirka naslovov znakov 
Zbirka podatkov znakov 
 
Japonska pisava 
0x80000 
Simplified chinese 
Zbirka naslovov znakov 
Zbirka podatkov znakov 
 
Poenostavljena kitajščina 
0x85000 
Traditional chinese 
Zbirka naslovov znakov 
Zbirka podatkov znakov 
 
Tradicionalna kitajščina 
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2.11. Izris vsebine 
Za prikaz poljubne vsebine na zaslonu potrebujemo funkcije za izris poljubnih besedil in ikon 
na poljubno pozicijo. To nam omogočajo naslednje funkcije. 
2.11.1. Funkcija za izris besedila 
Funkcija za izris besedila je void set_string_code_name_flash(unsigned short x, unsigned short 
y, unsigned int string_address, Language language, AlignType horizontal_align, unsigned char 
setChar) in nam omogoča izris besedila, katerega imamo zapisanega v binarni zbirki v 
zunanjem bliskovnem spominu. Za izris besedila moramo funkciji podati x ter y vrednost 
pozicije, na katero želimo izrisati. Kot naslednji parameter podamo naslov, ki ima dolžino 32 
bitov. Za boljšo preglednost in lažji dostop so vsi naslovi predhodno definirani v »glava« 
datoteki (ang. header file). Naslednji parameter nam predstavlja izbiro jezika, vsi možni jeziki 
so predhodno definirani v strukturi jezik (ang. Language). Predzadnji parameter AlignType nam 
omogoča izbiro poravnave besedila glede na izbrano točko z x in y parametri. Zaradi samega 
zaslona ter njegovih zmožnosti je uporabljena samo horizontalna poravnava, vse možne 
poravnave so prej definirane v strukturi poravnalni tip (ang. align type), kjer je možnost 
poravnave levo, center ali desno od izbrane točke. Zadnji parameter setChar nam omogoča 
izbiro, ali želimo to besedilo točno na tej izbrani točki izrisati ali izbrisati.  
 
Slika 34: set_string_code_name_flash funkcija. 
Ob vstopu v funkcijo najprej sestavimo končni naslov za izbiranje, ki je odvisen od 
naslova besedila, izbranega jezika ter odmika pozicije naslova, na katerem se nahajajo naslovi 
besedil. Nato lahko ta naslov uporabimo za pridobitev naslova, kjer se nahaja zbirka tega 
specifičnega besedila. Za vsako branje in komunikacijo z bliskovnim spominom uporabimo 
CSI (Clocked Serail Interface). To shranimo v začasno zbirko naslovov, ustvarjeno na RAM 
(Random Access Memory) polnilniku ter zopet dodamo odmik pozicije naslova na zunanjem 
bliskovnem spominu. Nato lahko zopet uporabimo naslov za branje iz zunanjega polnilnika, iz 
katerega dobimo končni naslov zbirke znakov, ki nastopajo v nekem poljubnem besedilu in jo 
shranimo v začasno zbirko (Slika 35).  
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Slika 35: začetni del set_string_code_name_flash funkcije. 
Zbirko znakov besedila imamo sestavljeno tako, da nam prvi bajt v zbirki pove iz 
katerega fonta moramo brati znake. Zato s prvim bajt-om preko switch stavka definiramo iz 
katerega fonta beremo. Nato povečamo naslov začasne zbirke za 1, saj s tem dobimo naslednje 
podatke v izbrani zbirki (Slika 36).  
 
Slika 36: switch stavek in povečevanje naslova. 
Sedaj funkcija vstopi v če stavek (Slika 37), v katerem se vpraša po horizontalni 
poravnavi. Za to funkcijo si definiramo začasni kazalec naslova (ang. pointer), v katerega 
shranimo naslov trenutne zbirke, saj gremo tako lahko skozi zbirko posameznega znaka, v 
katerem je zapisan napredek (ang. advance) trenutnega znaka. Če je parameter poravnave izbran 
na desno stran od začetne točke pomeni, da končnega izrisanega besedila ni potrebno 
prestavljati po horizontalni ravnini in lahko začnemo z izrisovanjem znakov. Če je pa poravnava 
katerakoli druga, pomeni, da potrebujemo vsoto vseh napredkov znakov, s katero lahko potem 
manipuliramo začetno točko izrisovanja. Vsoto napredkov dobimo s funkcijo get_advance 
(funkcija za pridobitev napredka). Sedaj program nadaljuje v naslednji če stavek, kjer glede na 
izbrano poravnavo prilagodi začetno točko izrisa besedila. Če besedilo poravnavamo na 
središče dolžine besedila, skupni napredek razpolovimo ter ta rezultat odštejemo od izbrane 
izhodiščne točke. Če pa imamo izbrano poravnavo levo od izhodiščne točke, odštejemo celotni 
napredek.  
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Slika 37: koda za izbiro poravnave. 
Sedaj program vstopi v glavno while zanko (Slika 38) te funkcije, kjer se skozi vse znake 
vpraša, če je vrednost znaka za novo vrstico, kjer poveča y oz. vertikalno vrednost točke in x 
oz. horizontalno vrednost postavi nazaj na začetno vrednost. Naslednja možnost je, da ima znak 
vrednost presledka, kar pomeni, da se more x vrednost povečati za napredek presledka. Zadnja 
možnost pa pomeni, da je vrednost znaka različna od prejšnjih dveh, zato je na vrsti znak, ki ga 
je potrebno izrisati. Tukaj je tudi ugnezden če stavek, preko katerega se definiramo, ali je znak 
prvi v besedilu ali vsak naslednji, saj s tem vemo, ali je potrebno povečati trenutni napredek ali 
ne. Nato vrnjeno vrednost prištejemo za povečanje x vrednosti točke. Na koncu while zanke za 
izris besedila še povečamo kazalec naslova besedila. Zanka se ponovi do zadnjega znaka v 
začasni zbirki besedila.  
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Slika 38: glavna while zanka. 
 
Slika 39: poljubno besedilo izrisano na zaslonu. 
 
2.11.2. Funkcija za pridobitev napredka 
Za to vsoto celotnega napredka besedila je uporabljena funkcija uint16_t get_advance(const 
unsigned char* font_advance, unsigned short* string) (Slika 40), sprejme kazalec na konstantni 
naslov zbirke ter kazalec na naslov zbirke izbranega besedila. Konstantna zbirka napredka 
znakov je prej definirana za vsak posamezni font. Takšen način nam omogoči zmanjšanje 
komunikacije z bliskovnim spominom, kar nam posledično zmanjša čas izvedbe celotne 
funkcije. V tej funkciji program vstopi while zanko, kjer sešteje vse napredke in shrani 
spremenljivko second_row, če je kje v izbranem besedilo prelom v novo vrstico. Po končanju 
while zanke vrne končno vrednost v obliki celega števila. 
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Slika 40: get_advance funkcija. 
2.11.3. Funkcija za izris znaka 
Za izris znaka uporabimo funkcijo uint16_t set_char_flash(unsigned short x, unsigned short y, 
unsigned short chr, unsigned int font_address, unsigned int font_offset, unsigned char 
setClear), ki sprejme x in y vrednost pozicije za izris znaka, vrednost oz. identifikacijo znaka 
chr, naslov izbrane pisave font address, premik po spominu zunanjega bliskovnega spomina 
font_offset ter setClear za izris ali izbris znaka. V tej funkciji najprej sestavimo celotni naslov 
za izbrano zbirko, kjer so shranjeni naslovi posameznih znakov. Iz tega razberemo in sestavimo 
naslov zbirke znaka, kjer najprej preberemo širino (ang. width), višino (ang. height) zbirke 
podatkov, ter vertikalni pomik izrisa znaka. Nato nastopi če stavek, v katerem se vprašamo, ali 
je pri širini zbirke ob deljenju z 8 ostanek, to nam pove da zadnji bajt v zbirki ni zapolnjen in 
da dobimo pravo dolžino zbirke, prištejemo rezultatu 1. Sedaj lahko preberemo celotne podatke, 
ki definirajo posamezni znak in shranimo v začasno zbirko. Zadnji korak v tej funkciji se izvede 
v dveh for zankah v katerih se sprehodimo čez vsak podatek v prebrani zbirki ter za vsako 
postavitev slikovne točke uporabimo setPixelBuffer funkcijo. Ob koncu funkcije vrne vrednost 
napredka tega znaka, ki ga uporabimo za determinacijo pozicije izrisa naslednjega znaka. 
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2.11.4. Funkcija za izris ikone 
Funkcija setIconBuffer_flash(unsigned short x, unsigned short y, unsigned int address_ikona, 
unsigned char setClear) nam predstavlja funkcijo za izris ikone na zaslon uporabniškega 
vmesnika. Funkcija sprejme x in y vrednost točke za izris, 32bitni naslov ikone, vsi naslovi so 
predhodno definirani v »glava« datoteki icons.h, zadnji parameter, ki ga funkcija sprejme pa je 
setClear, ki nam omogoča izris ali izbris izbrane ikone. Ob vstopu v funkcijo najprej sestavimo 
naslov s podanim naslovom ter odmikom pozicije podatka v zunanjem bliskovnem spominu. 
Preberemo prve 4 podatke v zbirki, kateri nam opišejo dolžino celotne zbirke, zopet izračunamo 
ostanek širine zbirke, ki nam pove, ali je zadnji bajt v zbirki zapolnjen ali ni. Z izračunano 
dolžino zbirke lahko preberemo celotno zbirko in jo shranimo v začasno zbirko. Nato zopet 
uporabimo enako kombinacijo for zank za izris posamezne slikovne točke, v kateri se 
sprehodimo skozi vse podatke v zbirki.  
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3. ZAKLJUČEK 
V diplomskem delu je bil predstavljen razvoj programske opreme za elektroniko uporabniškega 
vmesnika, poudarek je na grafičnem delu uporabniškega vmesnika. Vsi sestavni deli, ki so bili 
predstavljeni so uporabljeni v dejanskem projektu, ki poteka v podjetju Gorenje d.d. 
Nekateri opisani deli na sistemu delujejo takšni kot so, spet drugi se sproti izboljšujejo 
ter popravljajo skozi nadaljnji razvoj in testiranje programske opreme. Ker se tudi strojna 
oprema spreminja, je posledično potrebno tudi obnoviti oz. spremeniti programski del sistema.  
Splošni deli, kot so povezovanje gradnikov, osnovna grafična knjižnica, ki se ne 
navezujejo natanko na to strojno opremo je moč uporabiti tudi na drugih sistemih. Na drugih 
sistemih pa lahko uporabimo tudi druge dele, kot so kodiranje po meri, sestave binarnih zbirk 
ter izris vsebine, s predpostavko manjših ali večjih prilagoditev na željeni sistem. 
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4. PRILOGE 
4.1. initialization_ST75256_Master_Slave funkcija 
 
 
Priloga 1: suženj del 
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Priloga 2: gospodar del 
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4.2. setPixel funkcija 
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4.3. setPixelBuffer funkcija 
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4.4. setColumnPage funkcija 
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