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Resumo 
O desenvolvimento de software baseado em componentes tem como objetivo a diminuição 
dos custos de desenvolvimento através da composição de componentes de software reuti-
lizáveis. Normalmente, um componente de software deve ser adaptado a fim de adequá-lo 
às características impostas pelo projeto do sistema em desenvolvimento. A adaptação de 
componentes busca aumentar o grau de reutilização dos componentes de software e ajudar 
os desenvolvedores de sistemas na composição dos componentes adquiridos de terceiros. 
Este trabalho propõe uma técnica de adaptação de componentes de software que utiliza 
conceitos de reflexão computacional para realizar adaptações de maneira transparente, 
onde o cliente do componente adaptado não tem conhecimento acerca das adaptações 
realizadas. Além disso, não é necessário o acesso ao código fonte do componente e nem 
a presença de um sistema executivo que controle a execução da aplicação. A técnica de 
adaptação proposta foi implementada para atuar sobre componentes desenvolvidos em 
Java. São apresentados alguns exemplos nos quais a técnica de adaptação proposta é uti-
lizada para adicionar propriedades não-funcionais, como tolerância a falhas e segurança, 
aos componentes de software. 
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Abstract 
The component-based software deveiopment aims at the reduction of the development 
costs through the composition of reusable software components. Usually a software com-
ponent must be adapted in order to agree with the design of the system. The adaptation 
of software components is a manner to increase the reuse of components and help de-
velopers in the composition of third-party software components. This work presents a 
software component adaptation technique based on computational reflection that makes 
transparent adaptations, where the client of the adapted component does not have kno-
wledge about the adaptations made. Besides that, the technique does not need to acess 
the component's source code and it is not necessary the presence of an executive system 
that controls the system's execution. The technique proposed is implemented to adapt 
software components developed in Java. The technique was used to add non-functional 
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1.1 O Contexto 
Os sistemas de software são amplamente empregados nos diversos setores da sociedade, e 
envolvem desde aplicações triviais até sistemas críticos, tais como sistemas de segurança 
militar, sistemas de controle aéreo e sistemas de controle financeiro. Isto implica que a 
qualidade de um produto de software é uma questão fundamental, pois estes produtos 
têm um impacto significativo sobre a sociedade. A complexidade dos requisitos impostos 
aos produtos de software demanda um desenvolvimento sistemático apoiado por técnicas 
e mecanismos eficazes que possam ser mensurados e provados para a comunidade que o 
uso de um produto de software não implicará em riscos. 
Os objetivos da engenharia de software estão centrados na melhoria da qualidade dos 
processos e produtos de software, bem como na redução dos esforços e custos da produção 
de software. A melhoria da qualidade está relacionada com o nível de confiabilidade que 
um sistema possui. A redução dos esforços e custos implica no emprego de técnicas de 
reutilização de software. Um dos principais benefícios advindo da adoção do paradigma 
de orientação a objetos refere-se à sua capacidade potencial de aumentar o grau de reu-
tilização de software. V árias técnicas têm sido propostas, utilizando-se desse paradigma, 
a fim de inserir a reutilização no processo de desenvolvimento de software, como padrões 
de projeto, frameworks e componentes de software. 
O desenvolvimento de software baseado em componentes (CBSE - Component-Based 
Software Engineering) permite que uma aplicação seja construída a partir de componentes 
de software existentes ao invés de ser implementada inteiramente sem reutilização (from 
scratch). A definição de componentes de software neste texto é especificado como sendo 
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artefatos de software em um formato binário que realizam alguma funcionalidade apenas 
através da sua interface. A interface de um componente define os pontos de acesso do 
componente e como o acesso deve ser realizado. Além disso, um componente deve es-
pecificar as interfaces de que ele precisa para realizar suas funcionalidades. Possuir um 
formato binário não significa ter a forma de uma linguagem de máquina, mas pode ser no 
formato de uma representação intermediária que de alguma maneira possa ser executada 
em um computador, como acontece com os byte-codes da linguagem de programação Java. 
O termo componente de software (software component) [101] será empregado quando se 
referir a este tipo de artefato de software. 
Para atingir os objetivos da engenharia de software também se torna necessária a 
utilização de técnicas que visam diminuir a complexidade do sistema, como a reflexão 
computacional. Essas técnicas promovem a separação de interesses nos sistemas de soft-
ware dividindo os requisitos de um sistema em propriedades funcionais e não-funcionais. 
Uma propriedade funcional lida com algum aspecto particular da funcionalidade do sis-
tema, e está usualmente relacionada a um requisito funcional previamente especificado. 
Uma propriedade não-funcional denota uma característica do sistema que não é coberta 
pela sua descrição funcional, ela está relacionada com a maneira na qual a funcionalidade é 
realizada (how well it does it- fitness for purpose) [99, 92]. As propriedades não-funcionais 
normalmente estão relacionadas com aspectos de confiabilidade, como tolerância a falhas 
e segurança, adaptabilidade, interoperabilidade, testabilidade e persistência. 
Nesse contexto diversos padrões de software e frameworks estão sendo construídos com 
técnicas que dão suporte a separação de interesses, a fim de garantir as propriedades não-
funcionais dos sistemas. Através do uso desses padrões e frameworks é possível construir 
sistemas confiáveis com mais facilidade, com menores custos e confiáveis. Um grande 
desafio para a comunidade de engenharia de software envolve a utilização de componentes 
de software existentes na construção de tais sistemas. 
1.2 O Problema 
O desenvolvimento de software baseado em componentes permite a construção de sistemas 
através da reutilização de componentes de software que já foram previamente especificados 
e testados. Associa-se a reutilização desses componentes com a idéia de que basta integrá-
los a uma aplicação e reutilizá-los da forma como foram implementados. Porém, os 
componentes de software são construídos como unidades individuais e normalmente o 
componente deve ser adaptado, a fim de se adequar ao contexto onde está sendo aplicado. 
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Assim, a adaptabilidade é certamente um fator importante no processo de desenvolvimento 
de software. 
Muitas pesquisas concluem que a reutilização de componentes de software geralmente 
demanda adaptações para que eles se adequem aos requisitos, ao contexto ou a outros 
componentes da aplicação sendo construída [48, 8, 111]. A adaptação de um componente 
de software, é definida como sendo o processo de modificar suas propriedades a fim de 
utilizá-lo em uma aplicação particular, sem necessariamente alterar o componente de soft-
ware original [48, 8]. As adaptações podem ser pelo menos de dois tipos: estruturais (ou 
sintáticas) e comportamentais. Adaptações estruturais realizam modificações na estrutura 
de um componente, como por exemplo, a criação de uma nova operação em uma interface 
do componente ou a modificação do nome de uma operação. Adaptações comportamentais 
de um componente de software afetam tanto as suas propriedades funcionais quanto as 
propriedades não-funcionais. 
A adaptação de componentes de software pretende aumentar o seu grau de reutilização 
e ajudar os desenvolvedores de aplicações na composição dos componentes de software 
adquiridos de terceiros durante a fase de desenvolvimento. Além disso, a adaptação de 
componentes pode ser utilizada na fase de manutenção do sistema, onde pode-se necessitar 
a modificação de alguns componentes de software previamente inseridos no sistema. 
O problema de adaptação de componentes pode ser observado em particular no contex-
to de sistemas confiáveis. Existem inúmeros componentes de software que implementam 
diferentes funcionalidades, mas que por outro lado não podem ser utilizados em sistemas 
que requerem um alto grau de confiabilidade. Tais sistemas utilizam estilos arquiteturais, 
padrões e frameworks que garantem o comportamento necessário para a sua execução. 
Para que os benefícios da construção de sistemas confiáveis a partir de componentes de 
software existentes sejam efetivamente utilizados, torna-se necessária a definição de meca-
nismos eficazes que permitam a adição de propriedades não-funcionais aos componentes 
existentes. Uma maneira de alcançar esse objetivo é através da utilização de técnicas de 
adaptação [ 111]. 
A maioria das técnicas de adaptação existentes são limitadas, pois não atendem a 
certos requisitos básicos necessários, como por exemplo, transparência, discutidos mais 
detalhadamente no Capítulo 3. O emprego do conceito de reflexão computacional, dis-
cutido mais detalhadamente no Capítulo 4, é uma maneira de diminuir essas limitações. 
Além disso, muitas dessas técnicas requerem que os componentes sejam construídos de 
acordo com o modelo definido pela técnica de adaptação. 
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1.3 Objetivos 
Os principais objetivos desta dissertação são: 
1. Proposta de um modelo de adaptação de componentes de software orientados a 
objetos, utilizando o conceito de reflexão computacional, que não apresente as des-
vantagens das técnicas existentes atualmente na literatura. 
2. Permitir que componentes de software possam ser adaptados para serem inseridos 
em sistemas que requerem características de confiabilidade, como por exemplo, to-
lerância a falhas ou segurança. 
1.4 A Solução Proposta 
A solução proposta apresenta um modelo para a adaptação de componentes de software, 
que (1) não requer a manipulação do código fonte dos componentes de software, e (2) não 
requer que os componentes sejam construídos seguindo estruturas pré-determinadas. O 
modelo proposto utiliza o conceito de reflexão computacional, a fim de realizar alterações 
tanto na estrutura do componente quanto no seu comportamento de forma transparen-
te. Com a utilização de reflexão computacional, pode-se realizar a introspecção sobre os 
componentes de software e retirar informações importantes que auxiliarão no processo 
de adaptação desse componente. O processo de adaptação é auxiliado pela utilização de 
padrões de projeto. Com a técnica de adaptação proposta, um componente adquirido de 
terceiros pode ser aproveitado na construção de um sistema que requer características de 
um domínio específico, como por exemplo, tolerância a falhas, mesmo que ele não atenda 
a algumas restrições ou características impostas pela arquitetura do sistema em desenvol-
vimento. A técnica foi implementada para a realização de adaptações em componentes 
de software construídos em Java. A solução proposta e alguns exemplos de uso estão 
descritos no Capítulo 5. 
1.5 Contribuições 
Este trabalho apresenta as seguintes contribuições: 
1. Um estudo sobre as diferentes técnicas de reutilização de software e a sua inserção 
no processo de desenvolvimento de software. É apresentada a relação da tecnologia 
de componentes de software com o modelo de objetos. 
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2. Apresentação detalhada sobre o problema da adaptação de componentes de software. 
Uma comparação sobre diferentes técnicas de adaptação é descrita, servindo como 
modelo para a análise e comparação de técnicas de adaptação. 
3. Um estudo sobre a técnica de reflexão computacional e sua relação com o modelo 
de objetos, com ênfase na linguagem de programação Java. 
4. Proposta de um modelo de adaptação de componentes de software utilizando o 
conceito de reflexão computacional. Este modelo pode ser aplicado em qualquer 
linguagem que possua uma representação intermediária como Java. 
5. Utilização de padrões de projeto voltados para o domínio de confiabilidade, que di-
recionam as adaptações a serem realizadas. A utilização de padrões de projeto pode 
auxiliar na documentação do sistema onde adaptações são realizadas. Dessa forma, 
a técnica de adaptação proposta pode servir como um veículo para a utilização e 
disseminação desses padrões. 
6. Implementação do modelo proposto para atuar sobre componentes Java. 
7. Implementação e descrição de alguns exemplos de uso da técnica de adaptação 
proposta a fim de reutilizar componentes de software existentes no contexto da 
construção de sistemas confiáveis. 
1.6 Organização da Dissertação 
O restante desta dissertação está organizado da seguinte forma: 
Capítulo 2 apresenta a questão da reutilização de software, descrevendo diversas 
técnicas que facilitam a reutilização de diferentes artefatos de software ao longo do pro-
cesso de desenvolvimento. São apresentados alguns padrões e estilos arquiteturais que 
auxiliam no desenvolvimento de sistemas confiáveis. Este capítulo apresenta ainda, uma 
discussão sobre a tecnologia de componentes de software e sua relação com o paradigma 
de orientação a objetos. 
Capítulo 3 descreve o problema da adaptação de componentes, apresentando suas 
características e definições. Diversas técnicas de adaptação são discutidas resumidamente 
e também é realizada uma comparação entre essas técnicas. A comparação foi baseada em 
um conjunto de requisitos reunido a partir de diversos trabalhos que abordam a questão 
de adaptação de componentes de software. 
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Capítulo 4 apresenta o conceito de reflexão computacional e seu relacionamento 
com o paradigma de orientação a objetos, descrevendo os diferentes modelos e tipos de 
reflexão computacional. As características reflexivas da linguagem Java são descritas 
e diferentes extensões reflexivas para essa linguagem são analisadas. Essas extensões 
permitem a realização de reflexão computacional em componentes de software escritos 
em Java. Este capítulo apresenta outros conceitos relacionados que também permitem 
realizar a separação de interesses em sistemas de software. 
Capítulo 5 introduz a técnica de adaptação proposta que utiliza reflexão compu-
tacional para realizar tanto adaptações estruturais quanto comportamentais. A técnica 
foi implementada para realizar a adaptação em componentes que foram escritos em Ja-
va. Diferentes situações que requerem a adaptação de componentes são apresentadas e 
tratadas com a técnica proposta. Finalmente, é descrito o emprego da técnica de adap-
tação proposta em sistemas de software que foram definidos com padrões que garantem 
determinadas propriedades de confiabilidade. 
Capítulo 6 descreve as conclusões dessa dissertação, as principais contribuições e os 
planos para a continuidade do trabalho. 
Capítulo 2 
Técnicas de Reutilização de Software 
Um dos principais objetivos da engenharia de software envolve a redução dos esforços e 
custos do processo de desenvolvimento de software. A redução dos esforços e custos implica 
no emprego de técnicas que permitam a reutilização sistemática de todos os artefatos 
resultantes do processo de desenvolvimento, como idéias, conceitos, requisitos e projetos 
adquiridos ou construídos durante todas as fases do processo de software. 
Inicialmente, o conceito de reutilização, envolvido na área de engenharia de software, 
estava relacionado ao reaproveitamento da experiência individual de cada pessoa, sem 
levar em consideração um processo definido e ordenado que facilitasse a reutilização dessa 
experiência [28]. Além disso, o contexto da reutilização estava voltado para o código dos 
programas. Atualmente, o foco da reutilização de software está voltado ao contexto dos 
projetos de sistemas e da utilização de componentes de software. Dessa forma, pesquisas 
nos campos de arquitetura de software, padrões de software, frameworks e desenvolvimento 
baseado em componentes estão sendo realizadas e avaliadas. O objetivo é permitir a 
reutilização e reciclagem de soluções existentes, na forma de idéias, projetos e produtos 
similares aplicáveis ao processo de desenvolvimento de software, sob diferentes níveis de 
abstração. 
Nesse Capítulo, a Seção 2.1 descreve o processo de desenvolvimento de software e a 
inserção de diferentes técnicas de reutilização no processo de desenvolvimento. As Seções 
seguintes apresentam os conceitos de arquiteturas de software (Seção 2.2), padrões de soft-
ware (Seção 2.3) e frameworks (Seção 2.4), considerando também os seus envolvimentos no 
desenvolvimento de sistemas confiáveis. Na Seção 2.5 são apresentadas as características 
da abordagem de desenvolvimento baseado em componentes, como por exemplo, a sua 
relação com o paradigma de orientação a objetos. 
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2.1 Processo de Desenvolvimento de software 
O processo de desenvolvimento de software pode ser definido como o conjunto de todas as 
atividades relacionadas ao desenvolvimento, controle, validação e manutenção de um soft-
ware operacional. Dessa forma, a disciplina de engenharia de software tem como objetivo 
consolidar o entendimento deste processo, desenvolver modelos e formalismos adequados 
para representá-lo, a fim de produzir estratégias, metodologias e ferramentas para su-
portar a execução e manutenção deste processo [42]. A utilização de um processo bem 
definido permite um efetivo monitoramento e controle do desenvolvimento do software, 
podendo levar à redução dos custos de produção e à melhoria da qualidade e integridade 
do software. 
O conjunto de fases canônicos do ciclo de vida de um software pode ser considerado 
como: elaboração dos requisitos, análise, projeto, implementação, teste e manutenção (Ver 
Figura 2.1 ). A fase de projeto envolve o projeto de alto-nível, especificando a arquitetura 
do sistema, e o projeto detalhado de cada elemento pertencente a arquitetura. 
Figura 2.1: Fases do ciclo de vida de um software 
O processo de desenvolvimento de software beneficia-se da utilização de metodologias 
baseadas em orientação a objetos, que envolvem desde a fase de análise até a fase de 
implementação. Em geral, essas metodologias oferecem um melhor acompanhamento 
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do processo de desenvolvimento e apresentam-se como um modelo promissor para um 
desenvolvimento de software mais flexível, que oferece meios para a reutilização de software 
e que permite a construção de sistemas mais confiáveis, devido a características inerentes 
ao próprio modelo de objetos, tais como, abstração de dados, encapsulamento, herança e 
polimorfismo [92]. Em orientação a objetos existe a abstração de classificação/instanciação 
que permite agrupar objetos similares em urna mesma categoria, denominada de classe. 
Porém, atualmente, apenas o emprego da tecnologia de orientação a objetos não é 
suficiente para lidar com o desenvolvimento de sistemas de software com graus de comple-
xidade elevados. Neste contexto, somente a aplicação de rnetodologias orientadas a obje-
tos não proporciona um nível de reutilização e de facilidade de evolução apropriado [65]. 
A reutilização de objetos (classes) entre aplicações, utilizando-se herança, torna-se uma 
tarefa difícil. O uso de herança exige conhecimento profundo dos objetos manipulados. 
Assim, os objetos acabam se tornando muito dependentes de aplicação para serem reuti-
lizados [92, 57]. 
Dessa forma, no intuito de controlar a complexidade dos sistemas, torna-se necessário, 
primeiramente realizar um projeto que descreva a organização do sistema, também cha-
mada de arquitetura de software. A arquitetura de software tem se estabelecida como 
urna importante disciplina da engenharia de software. Ela engloba a definição de estrutu-
ras gerais de um projeto de software, descrevendo os elementos que compõem os sistemas 
e as interações entre estes [96, 97, 15] (Ver Seção 2.2). 
O desenvolvimento de software tem sido amplamente auxiliado pela utilização de pa-
drões de software [15, 37]. Padrões de software procuram documentar conhecimentos e 
experiências de projetos existentes e ajudar na busca de soluções apropriadas para proble-
mas que ocorrem repetidamente em determinados contextos. Existem padrões para vários 
domínios e de diferentes escalas e níveis de abstração, que cobrem importantes áreas no 
desenvolvimento de software (Ver Seção 2.3). 
Outra técnica que proporciona reutilização de software, envolve a utilização de fra-
meworks. Os frameworks podem ser descritos em termos dos principais conceitos de ori-
entação a objetos, como classes, objetos, herança e polimorfismo [83, 32]. Dessa forma, 
um framework é definido como urna hierarquia de classes mais um modelo de construção 
que define como os objetos, derivados desta hierarquia, interagem entre si. Portanto, um 
framework é mais do que urna hierarquia de classes, é urna aplicação genérica que possui 
uma estrutura estática e dinâmica, e que pode ser reutilizada por muitas outras aplicações 
no domínio para qual se destina o framework [68] (Ver Seção 2.4). 
Urna das maneiras de aumentar a produtividade no processo de desenvolvimento de 
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software é a reutilização de componentes existentes. Neste contexto, o desenvolvimento 
baseado em componentes permite a construção de software através da reutilização de 
componentes de software que já foram bem especificados e testados, diminuindo os custos 
do processo de desenvolvimento [30, 13, 11] (Ver Seção 2.5). 
Análise Projeto Implementação 
f &tii~; ;,;j;;Jt~n;;,;;; 1 ~ 
: Padrões de software: 
: Frameworks : 
' ' M ------------------ Componentes 
Figura 2.2: Técnicas de reutilização no processo de desenvolvimento de software 
A Figura 2.2 situa as técnicas de reutilização mencionadas no processo de desenvol-
vimento de software. Na fase de projeto podem ser aplicados estilos arquiteturais para 
especificação da arquitetura geral do sistema, além de padrões de software e frameworks. 
Durante a transição entre o projeto e a implementação, realiza-se a identificação de com-
ponentes que respondem aos requisitos especificados no projeto. Conseqüentemente, será 
necessário um refinamento e uma análise do projeto que considere os componentes a serem 
utilizados. 
A seguir são apresentados alguns fundamentos sobre o papel da arquitetura de software 
no processo de desenvolvimento de software. 
2.2 Arquitetura de Software 
O aumento do nível de abstração tem sido uma das principais soluções propostas pela 
engenharia de software para realizar o controle sobre o desenvolvimento de sistemas com-
plexos. Segundo Garlan [41], uma arquitetura de software é a estrutura dos elementos 
que compõem o sistema, seus inter-relacionamentos e os princípios e diretrizes que gover-
nam o projeto e a evolução do sistema ao passar do tempo. A arquitetura de software 
de um sistema pretende representar o maior nível de abstração possível de um sistema, 
decompondo-o entre os seus elementos computacionais e suas interações. A criação da 
arquitetura do software normalmente é feita no inicio da fase de projeto, denominada de 
projeto de alto-nível. Dessa forma, a arquitetura de software não está relacionada com o 
projeto de algoritmos e estruturas de dados. A arquitetura de software está relacionada 
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com questões que envolvem a estrutura de controle global de um sistema, os principais 
elementos de um projeto e a maneira como eles se comunicam [97]. 
A união desses princípios e diretrizes forma o conjunto de propriedades arquiteturais 
do sistema. As propriedades arquiteturais são derivadas dos requisitos do sistema e influ-
enciam, direcionam e restringem todas as fases do ciclo de vida do software, como pode 
ser observado na Figura 2.3 [36]. Uma propriedade arquitetura! representa uma decisão 
de projeto relacionada a algum requisito funcional ou não-funcional, como por exemplo 
o requisito de tolerância a falhas. Neste caso, o projeto seria influenciado através da 
aplicação de técnicas de redundância de software ejou hardware. Outras propriedades 
arquiteturais descrevem requisitos que são independentes do domínio do sistema, ou seja, 
que são necessários a qualquer tipo de aplicação, como a estrutura do sistema, sistema de 
controle e comunicação dos dados. 
Propriedades arquiteturais Requisitos t----__,~ 
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Figura 2.3: Influência das propriedades arquiteturais no ciclo de vida de um software 
2.2.1 Exemplos de Estilos Arquiteturais 
A presença de uma determinada propriedade arquitetura! pode ser obtida através da utili-
zação de estilos arquiteturais [40, 97], que possam garantir a preservação dessa propriedade 
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durante o desenvolvimento do sistema. Um estilo arquitetura! caracteriza uma família de 
sistemas que são relacionadas pelo compartilhamento de propriedades estruturais e com-
portamentais (semântica). O interesse por um determinado estilo está relacionado com 
a sua habilidade de encapsular tipos importantes de decisões de projeto e de enfatizar 
importantes requisitos sobre os elementos da arquitetura, também chamados de compo-
nentes arquiteturais. Um estilo de arquitetura define um vocabulário de componentes 
arquiteturais e tipos de conectares, mais um conjunto de restrições sobre a combinação 
destes [41]. Diversos estilos arquiteturais têm sido identificados como Pipe and Filter, 
Layered e Cliente-Server [94]. Estes estilos descrevem propriedades arquiteturais que são 
independentes de domínio, porém existem estilos que são empregados quando se necessita 
de alguma propriedade que é específica de um domínio de aplicações, como por exemplo o 
domínio de confiabilidade. Para esses domínios pode ser empregado o estilo denominado 
de Componente Tolerante a Falhas Ideal (Idealised Fault-Tolerant Component) [67]. Neste 
estilo um componente arquitetura! possui uma separação clara entre o seu comportamento 
normal e anormal e um modelo de interação bem definido que inclui as respostas normais 
e excepcionais que podem ser retornadas pelos seus serviços (ver Figura 2.4). 
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Requisições i t Respostas 
Componente do Sistema 
Requisições ! f Respostas 















A construção de uma arquitetura envolve diversas tarefas. Primeiramente, deve-se 
realizar a análise do domínio e dos requisitos do sistema em construção, seguida pelo 
projeto de uma arquitetura que forneça as primeiras soluções aos requisitos do sistema. 
A responsabilidade pela realização dos requisitos deve ser alocada aos componentes e 
conectares da arquitetura. Finalmente, deve-se analisar e avaliar a arquitetura geral com 
relação ao cumprimento dos requisitos. 
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2.2.2 Arquitetura de Software no Desenvolvimento de Sistemas 
A arquitetura serve de base para a fase seguinte que envolve o projeto detalhado dos com-
ponentes arquiteturais e dos conectares. O desenvolvimento desses elementos pode ser 
realizado utilizando-se técnicas de análise e projeto orientados a objetos, como o Processo 
Unificado ( Unified Process). Após o projeto detalhado inicia-se a fase de implementação. 
Nesta fase, pode-se utilizar componentes de software existentes que realizam as funcio-
nalidades descritas no projeto, ou implementar novos componentes para essa aplicação. 
Maiores informações sobre componentes de software podem ser obtidas na Seção 2.5. A 
utilização de componentes de software pode levar ao problema de incompatibilidade ar-
quitetura! (Architectural Mismatch), onde esses componentes não atendem de maneira 
completa aos requisitos impostos pela arquitetura de software. Dessa forma, técnicas 
de adaptação de componentes são necessárias para contornar essas incompatibilidades 
(Capítulo 3). 
Após a fase de implementação, realiza-se a fase de integração das implementações de 
cada componente arquitetura!, de acordo com a arquitetura previamente definida. Nesta 
fase, é verificada a compatibilidade dos componentes implementados com a arquitetura, 
além disso, deve-se assegurar que a arquitetura implementada está de acordo com os 
requisitos iniciais e provê as propriedades esperadas. 
Componentes arquiteturais ou sub-sistemas 
I Conectares Arquitetura de Software ~~-- . / l 
I Análise de requisitos!!-....;~ 
J e do domínio j ? ~ I /1-__.""'"'. ~: "":::~~,:~·0 I 
[rA~n:;áli;;:. ,:e f.]<-< ---f• [ Proíeto ]~+• --+I• [ Implementação J 1-_.,"'i .. I Integração e validação I 
I do sistema I 
Figura 2.5: Arquitetura de software no processo de desenvolvimento 
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Existem diferentes maneiras de se descrever, representar e especificar uma arquitetura 
de software. Podem ser utilizadas descrições informais, semi-formais ou formais. As des-
crições informais são tradicionalmente feitas através de gráficos, com caixas representando 
os componentes arquiteturais e linhas representando os conectores [96]. Normalmente es-
sas descrições são auxiliadas por explicações feitas em linguagem natural. As descrições do 
tipo semi-formal utilizam-se de representações gráficas de algum método ou notação bem 
estabelecido como é o caso da UML [7]. Também existem alguns tipos de descrições que 
utilizam linguagens de especificações mais formais e rigorosas, chamadas de linguagens 
de descrição arquitetura! (ADL- Architecture Description Language). Alguns exemplos 
dessas linguagens são: UNICON [95] e Wright [4]. 
Como descrito anteriormente, a construção da arquitetura do sistema inicia-se logo 
no início do processo de desenvolvimento. Seu propósito é definir a estrutura geral do 
sistema e prover as primeiras soluções para os requisitos funcionais e não-funcionais, como 
reusabilidade, portabilidade e confiabilidade. Se estas soluções não forem definidas nas 
decisões arquiteturais, dificilmente esses requisitos serão alcançados durante a codificação. 
Portanto, as decisões quanto à arquitetura do sistema são difíceis de serem tomadas e, na 
maioria das vezes, requerem grande experiência por parte do arquiteto do sistema, sobre 
engenharia de software e sobre o domínio do sistema em consideração. Uma maneira 
de reutilizar essa experiência é através da sua documentação na forma de padrões de 
software, como descrito na próxima Seção. 
2.3 Padrões de Software 
Os padrões de software permitem que soluções genéricas de software previamente Utili-
zadas e testadas sejam reutilizadas, levando ao desenvolvimento de aplicações flexíveis, 
elegantes e reutilizáveis. Eles capturam a experiência dos projetistas, permitindo que a 
mesma seja repassada a outros, aumentando o seu grau de reutilização. Os padrões atu-
am como uma solução para um problema que ocorre repetidamente em um determinado 
contexto. 
O desenvolvimento da abordagem de padrão de software é derivado dos estudos do 
arquiteto Christopher Alexander [3], que escreveu inúmeros livros relacionados ao pla-
nejamento urbano e arquitetura de construções. Apesar de Alexander, em seus livros, 
referenciar-se extensivamente na solução de problemas relacionados à arquitetura de cons-
truções e a atender as necessidades humanas de conforto e de qualidade, sua abordagem 
é aplicável em muitas outras disciplinas, incluindo a engenharia de software. 
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Os padrões de software foram inicialmente introduzidos no campo de orientação a 
objetos [37], mas atualmente são utilizados em muitos outros domínios. Buschmann [15] 
subdivide os padrões de software em três categorias que representam diferentes níveis de 
abstração: 
• Padrões Arquiteturais (Architectural Pattern). Relacionam-se com a organização 
geral do sistema. Esses padrões definem um conjunto pré-definido de componen-
tes arquiteturais de alto nível, especificando seus relacionamentos e estabelecendo 
regras e diretrizes para a organização dos relacionamentos entre eles. Os padrões 
arquiteturais podem ser utilizados para descrever os estilos arquiteturais definidos 
na seção anterior. 
• Padrões de Projeto (Design Pattern). Possuem uma descrição mais refinada dos 
componentes arquiteturais e seus relacionamentos. Neste nível, os mecanismos de 
cooperação entre componentes são descritos e definidos para encontrar soluções de 
questões de projeto em um dado domínio ou contexto. 
• Idiomas (Idioms). São padrões de mais baixo nível, específicos para uma linguagem 
de programação. Os idiomas utilizam-se de características de uma determinada lin-
guagem para descrever como implementar um aspecto particular de um componente 
do sistema ou do relacionamento entre eles. 
Normalmente os padrões não são aplicados isoladamente, pois um único padrão não 
é capaz de resolver todos os problemas de uma aplicação em um domínio e em todos 
os níveis de abstração. Portanto, existem relacionamentos entre os padrões que tornam 
mais abrangentes as aplicações de suas soluções. A utilização de um único padrão para 
solucionar um problema pode levar a um outro problema, que pode ser resolvido por um 
outro padrão mais específico para o seu contexto. 
Grupos de padrões podem ser organizados de três maneiras, de acordo com o grau de 
relacionamento entre os padrões constituintes do grupo [15]: 
• Catálogos de padrões. Apresentam vários padrões, cada um de uma forma relati-
vamente independente. São coleções de padrões de soluções relativamente indepen-
dentes para problemas comuns de projeto, podemos citar como exemplo o catálogo 
de padrões apresentado por Gamma [37]. 
• Sistemas de padrões. Apresentam um relacionamento entre os padrões e co-
brem aspectos específicos de um domínio. São vistas como linguagens de padrões 
incompletas. 
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• Linguagens de padrões. Cobrem todos os aspectos importantes de um determi-
nado domínio de aplicação e são completas, apresentando grupos de padrões relaci-
onados que cobrem domínios e disciplinas específicos. 
As linguagens de padrões e os sistemas de padrões apóiam a reutilização de projetos 
e arquiteturas de software em escala maior do que a utilização de um padrão isolado. A 
principal diferença entre linguagens de padrões e sistemas de padrões é que as linguagens 
não são criadas de uma só vez. Elas evoluem a partir de sistemas de padrões através de 
um processo de implantação de novos padrões e de regras para o relacionamento entre 
esses padrões. Da mesma maneira, um sistema de padrões pode evoluir a partir de um 
catálogo de padrões. 
Um exemplo de padrão arquitetura! é o padrão Reflection (15]. Este padrão define uma 
arquitetura reflexiva, que divide uma aplicação em basicamente dois níveis, o meta-nível 
e o nível base (maiores detalhes no Capítulo 4). No meta-nível residem os componentes 
do sistema responsáveis pelas ações administrativas a serem realizadas sobre um sistema 
alvo localizado no nível base, onde residem os componentes que lidam com a funcionali-
dade básica da aplicação. A ligação entre os níveis é feita através de um mecanismo de 
interceptação e materialização de mensagens, de forma que o sistema pode refletir sobre 
a computação que ocorre no nível base. As arquiteturas reflexivas provêem um protocolo 
de metaobjetos (MOP)(Meta-Object Protocol), que estabelece a forma como os objetos de 
nível base e os de meta-nível estão relacionados e de que forma os objetos do meta-nível 
interferem nos objetos de nível base. A Seção seguinte descreve um padrão de projeto, 
que é um refinamento do padrão State (37] com o padrão Reflection. 
2.3.1 Padrão Refiectíve State 
Vários trabalhos têm relacionado o uso de arquiteturas reflexivas para a obtenção da 
separação das propriedades estritamente funcionais da aplicação das propriedades não-
funcionais (99], como por exemplo, segurança (10] e tolerância a falhas (71, 16]. Carac-
terísticas do padrão Reflection podem ser utilizadas para resolver problemas encontrados 
em outros padrões, realizando o refinamento desses padrões, como é o caso do padrão 
State. Um desses refinamentos deu origem ao padrão Reflective State (35], que trata dos 
problemas relacionados à implementação do padrão State, enfatizando a separação dos as-
pectos de controle do padrão, que são definidos no meta-nível, e dos aspectos estritamente 
funcionais, que são definidos no nível base. 
A estrutura estática do padrão Reflective State é apresentada na Figura 2.6 através de 
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um diagrama de classes em UML. O controle da mudança de estados de um objeto é total-
mente implementado no meta-nível através da abstração dos elementos que o compõem, 
os estados e as transições, que são representados por metaobjetos (Ver Seção 4.1.4). No 
meta-nível, são definidos: um metaobjeto que representa o controlador das alterações de 
estado (MetaController); uma hierarquia de metaobjetos que representam os possíveis 
estados (MetaState); e uma hierarquia de metaobjetos que representam as transições 
(Meta Transition). Os eventos que ativam as transições de estado são controlados pelo 
MetaController, através da interceptação de mensagens provida pelo MOP. As classes do 
nível base correspondem as mesmas classes definidas pelo padrão State. Porém, pode-se 
observar uma alteração estática feita pelo padrão Reflective State, que foi a eliminação do 
relacionamento de agregação entre a classe que representa o contexto e a hierarquia de 
classes de estado. Dessa forma, ocorre a separação entre os aspectos de controle das tran-
sições de estado e os aspectos funcionais implementados pelo objeto de contexto e pelos 
objetos de estado. Essa separação é realizada de forma transparente, através da utilização 
de reflexão computacional. A arquitetura reflexiva também proporciona um projeto mais 
estruturado que facilita a manutenção, a extensão e a reutilização dos elementos do nível 
base, pois eles não possuem nenhum relacionamento explícito. 
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Figura 2.6: Estrutura estática do padrão Reflective State 
O padrão Reflective State serve ainda de base para a definição de um sistema de 
padrões para o domínio de tolerância a falhas. 
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2.3.2 Sistema de padrões para o domínio de tolerância a falhas 
Neste trabalho será adotada a terminologia de tolerância a falhas proposta por Lee e 
Anderson [67]. Uma falha (fault) num componente de um sistema pode ocasionar um 
erro (errar) no seu estado interno. Portanto, o erro é a manifestação de urna falha. Tal 
erro pode acarretar um defeito (failure) no sistema a qualquer momento, ocasionando a 
possibilidade de parada desse sistema. Para um sistema ser tolerante a falhas, ele deve ser 
hábil para detectar, diagnosticar, confinar, mascarar, compensar e se recuperar de falhas. 
O objetivo das técnicas de tolerância a falhas em software é assegurar que o sistema não 
tenha um defeito apesar da presença de falhas de hardware e software. Em um sistema, 
a ocorrência de um erro deve provocar o levantamento de uma exceção, de acordo com 
o padrão do Componente Tolerante a Falhas Ideal mostrado na Figura 2.4. Após o 
levantamento da exceção, a recuperação de erros deve ser efetivada. Para a recuperação 
de estados errôneos de um sistema existem duas técnicas possíveis [67]: (i) recuperação 
de erros por avanço de estado (farward errar recovery) e (ii) recuperação de erros por 
retrocesso de estado ( backward error recovery). 
Ao considerar os diversos lugares de ocorrência de urna falha em um sistema, as falhas 
podem ser classificadas em três tipos básicos: falhas de hardware; falhas de software e 
falhas de ambiente. As técnicas para resolver os tipos básicos se baseiam em redundância. 
Porém, a redundância de software implica em algumas desvantagens: (i) aumento de 
custo no processo de software, e (ii) aumento da complexidade do sistema, causado pela 
adição de componentes redundantes. Idealmente, a incorporação de software redundante 
deveria ser efetivada de forma estruturada e não intrusiva com o objetivo de facilitar 
o desenvolvimento de sistemas confiáveis. Com base em experimentos anteriores [27], 
verificou-se que isso pode ser alcançado através de reflexão computacional (ver Capítulo 4). 
Em geral, as soluções para resolver falhas de software são baseadas na replicação de 
componentes com diversidade de projeto [90, 67]. 
Com base no padrão Reftective State, foi construída uma variação para um padrão 
genérico no domínio de tolerância a falhas denominado Software Redundancy [36], que faz 
o controle dos componentes tolerantes a falhas e dos componentes redundantes. Na defi-
nição dessa variação, utiliza-se a mesma estrutura do padrão Reftective State, mudando-se 
apenas as responsabilidades das classes (ver Figura 2. 7). O objeto de contexto correspon-
de ao componente tolerante a falhas (FTComponent) e a hierarquia de estado representa 
os componentes redundantes. O fluxo de controle das transições de estado representa a 
forma como os componentes redundantes podem ser alternados ou compostos, de forma 
que o componente tolerante a falhas forneça serviços confiáveis. Dessa forma, os me-
2.3. Padrões de Software 19 
taobjetos MetaState e MetaTransition são os responsáveis por fazer toda a computação 
adicional relacionada a implementação de uma determinada técnica de tolerância a falhas. 
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Figura 2. 7: Estrutura estática do padrão Software Redundancy 
O padrão Software Redundancy, pode sofrer variações para padrões mais concretos que 
apresentam soluções para a implementação de tolerância a falhas de software, de hardware 
e de ambiente (ver Figura 2.8). Pode-se ainda definir padrões que implementam técnicas 
específicas de um tipo de falhas, como por exemplo em tolerância a falhas de software, 
pode-se empregar técnicas de N-versões e de blocos de recuperação [67]. 
O conjunto dos padrões mostrados na Figura 2.8 formam um sistema de padrões para 
o domínio de tolerância a falhas [36), que ajudam na construção de sistemas tolerantes a 
falhas, tanto de software, de hardware ou de ambiente. 
Vários padrões, que utilizam o conceito de reflexão computacional, foram construídos 
para ajudar na solução de problemas relacionados a confiabilidade de um sistema. Al-
guns exemplos são: uma linguagem de padrões para software criptográfico orientado a 
objetos [10]; e um sistema de padrões para a construção de mecanismos de tratamen-
to de exceções que podem ser utilizados na construção de sistemas orientados a objetos 
confiá v eis [ 38]. 
Normalmente, os padrões de software são empregados na construção de frameworks 
para domínios específicos, como por exemplo em um framework para controladores de 
trens tolerantes a falhas [34], que utiliza o sistema de padrões para tolerância a falhas em 
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Figura 2.8: Sistema de padrões para o domínio de tolerância a falhas 
sua estrutura. 
2.4 Framework Orientado a Objetos 
Arquiteturas de software definem e especificam, de maneira abstrata, a estrutura da cola-
boração de um conjunto de elementos que formam o sistema. Já os frameworks implemen-
tam parcialmente tal arquitetura, na forma de uma coleção de componentes de software 
ou classes concretas que podem ser adaptados e/ou instanciados por um desenvolvedor de 
aplicações [32]. Os frameworks também podem ser definidos como um projeto genérico em 
um domínio específico. Dessa maneira, os frameworks incorporam soluções típicas para 
esse domínio, já uma arquitetura de software procura abranger diversos domínios. 
Um framework pode ser visto como uma arquitetura de software semi-definida que 
consiste de um conjunto de componentes individuais e de interconexões entre eles, de 
tal forma a criar uma infra-estrutura de suporte pré-fabricada para o desenvolvimento 
de aplicações de um domínio específico [68]. Essa infra-estrutura pode ser definida em 
pontos adaptáveis e pontos fixos. O pontos fixos realizam a estrutura geral e a lógica 
do domínio. Já os pontos adaptáveis, permitem que o desenvolvedor de uma aplicação 
customize o framework a fim de se adequar às características específicas da aplicação. 
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Os frameworks são quase que exclusivamente descritos em termos dos principais con-
ceitos de orientação a objetos, como classes, objetos, herança e polimorfismo [68, 76]. 
Dessa maneira, um framework orientado a objetos é um conjunto de classes que são inte-
gradas e interagem de uma maneira bem definida para fornecer um conjunto de serviços 
que satisfaça uma solução total ou parcial para um problema. Os frameworks podem ser 
classificados de acordo com o modo como a extensibilidade é obtida: 
• Framework caixa branca: baseiam-se fortemente em mecanismos orientados a ob-
jetos, como por exemplo herança e acoplamento dinâmico, para alcançar sua ex-
tensibilidade, provendo um conjunto de classes abstratas que são incompletas e que 
atuam como os pontos adaptáveis. Dessa maneira, um desenvolvedor de aplicações 
pode derivar classes específicas da sua aplicação a partir das classes abstratas defi-
nidas no framework, estendendo e sobrecarregando os métodos herdados. 
• Framework caixa preta: contém todas as possíveis alternativas para todos os seus 
pontos adaptáveis. uma aplicação é desenvolvida a partir de um framework caixa 
preta, escolhendo-se para cada ocorrência de um ponto adaptável, uma das alterna-
tivas disponíveis. Nesse caso, ao contrário dos frameworks caixa branca, o usuário 
do framework necessita de pouco conhecimento sobre sua estrutura interna. Porém, 
os frameworks caixa preta são mais difíceis de serem desenvolvidos, pois requerem 
a definição antecipada de todas as diferentes formas possíveis de utilização de todos 
os seus pontos adaptáveis. 
Em contraste com as abordagens tradicionais para reutilização de software, que se 
limitam basicamente na construção de bibliotecas de classes, a utilização de frameworks 
permite reutilizar toda a arquitetura de software, implementada pelo framework, que foi 
projetada para um domínio específico. A maneira como os frameworks operam também 
é diferente de outras abordagens. Nas abordagens tradicionais, o controle localiza-se na 
aplicação sendo construída. O desenvolvedor da aplicação é quem deve implementar o 
fluxo de controle da aplicação específica que irá chamar os elementos de uma biblioteca 
de classes. Com o uso de frameworks existe a reutilização do fluxo de controle embutido 
em sua construção, levando a ocorrência da chamada inversão de controle [32, 76], onde a 
aplicação que utiliza o framework também pode ser invocada pelo framework. Os desen-
volvedores de aplicações devem implementar o código que será chamado pelo framework 
(ver Figura 2.9). Dessa forma, aplicações podem reutilizar o fluxo de eventos e a arquite-
tura de software que o framework provê, levando a reutilização de código e de construções 
de projeto. 
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Figura 2.9: Inversão de controle ocasionado pelo uso de frameworks 
Dessa maneira, a construção de frameworks têm-se tornado popular como um veículo 
para reutilização. Eles oferecem a base sobre a qual um sistema pode ser construído. Uti-
lizando a tecnologia de orientação a objetos, o desenvolvedor prossegue especializando, 
instanciando ou reutilizando as classes dadas, respeitando os relacionamentos já definidos. 
Uma vantagem derivada disso é que o processo de criação de uma aplicação torna-se fácil 
e demanda menos conhecimento específico do domínio da aplicação. Dessa maneira, o de-
senvolvedor necessita apenas saber como usar o framework, não requerendo conhecimento 
detalhado da complexidade abrangida pelo framework. Assim, pouco código terá que ser 
projetado e implementado. Será necessário apenas o código adicional que corresponde às 
particularidades da aplicação a ser desenvolvida. 
O desenvolvimento de um framework difere de uma aplicação específica. Visto que 
diferentes usuários utilizarão o framework, esse deve ser desenvolvido seguindo-se um 
bom processo de software, pois como os frameworks definem a estrutura sobre a qual 
aplicações serão desenvolvidas, é importante que sejam flexíveis e abrangentes o máximo 
possível no domínio especificado [83]. Portanto, a construção de frameworks também deve 
passar por um processo de desenvolvimento bem especificado e definido, como descrito 
na Seção 2.1. O projeto dos frameworks podem utilizar diferentes estilos arquiteturais 
e padrões de software que facilitem a realização das características do domínio ao qual 
o framework se destina. A implementação de frameworks também pode se beneficiar 
da reutilização de componentes de software existentes, desde que o projeto permita essa 
reutilização, como veremos na Seção seguinte. 
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2.5 Componentes de Software 
Uma maneira de aumentar a produtividade no processo de desenvolvimento de software é a 
reutilização de software existente. O desenvolvimento de software baseado em componen-
tes (CBSE) pode ser visto como uma abordagem de desenvolvimento que tem por objetivo 
a construção e a reutilização de componentes de software. O CBSE permite a construção 
de sistemas através da reutilização de componentes de software que já foram bem especi-
ficados e testados, diminuindo os custos do processo de desenvolvimento [30, 13]. 
2.5.1 Histórico 
A idéia de se reutilizar artefatos de software na construção de sistemas computacionais 
é referenciada desde os anos 70. Mcilroy [82] previu que a produção de componentes de 
software em massa seria o fim da chamada" crise do software". Segundo Mci!roy, os desen-
volvedores de software poderiam construir aplicações utilizando componentes existentes 
que atendessem às suas necessidades. 
Nos anos 80 o conceito de módulo foi introduzido por linguagens modulares como 
Modula-2 e Ada. Essas linguagens propõem um paradigma de desenvolvimento em que 
uma aplicação é construída interligando-se um conjunto de módulos produzidos sepa-
radamente. Uma noção importante desse paradigma é a compilação independente dos 
módulos. A seguir a abordagem de orientação a objetos pareceu ser o mecanismo ade-
quado para promover a reutilização. Com a introdução da linguagem Eiffel chegou-se a 
considerar uma classe como a unidade de reutilização [77]. Porém, com o tempo verificou-
se que a reutilização não é característica inerente da orientação a objetos, mas que deve ser 
alcançada a partir de técnicas que produzam software reutilizável [13]. Portanto, a tecno-
logia de objetos não é necessária e nem suficiente para a abordagem de desenvolvimento 
baseado em componentes. Além disso, componentes de software podem ser construídos 
utilizando-se até mesmo linguagens funcionais ou de montagem. 
Alguns pesquisadores vêem o CBSE como uma evolução da abordagem de orientação 
a objetos, onde um componente corresponde a um conjunto de classes inter-relacionadas, 
com visibilidade externa limitada [63] (Seção 2.5.4). Da mesma forma que objetos, os 
componentes de software têm uma interface externa bem definida que fornece operações 
que manipulam estados internos. O desenvolvimento de software baseado em componentes 
beneficia-se da reutilização de componentes de software, utilizando apenas as interfaces 
fornecidas. Assim, o desenvolvimento baseado em componentes é visto como uma extensão 
da programação orientada a objetos, introduzindo-se o conceito de programação orientada 
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a componentes [106, 52, 63]. O objetivo da programação orientada a componentes é criar 
componentes reutilizáveis que possam ser utilizados no desenvolvimento de aplicações. 
Atualmente o desenvolvimento de software baseado em componentes é uma aborda-
gem que vem ganhando muita atenção na comunidade de engenharia de software [101]. 
Dois aspectos são importantes para a atual ênfase no desenvolvimento baseado em com-
ponentes [13]. Primeiro, muitas tecnologias que permitem a construção de componentes 
e a construção de aplicações a partir desses componentes passaram por uma fase de ama-
durecimento. Segundo, o contexto organizacional e de negócios, para o qual as aplicações 
são desenvolvidas e utilizadas, modificou-se. 
A disponibilidade de mecanismos de interconexão de componentes, como OMG COR-
BA [45], Microsoft COM/COM+/DCOM [26] e Sun JavaBeans/EJB (Enterprise java 
Beans) [78], servem como estímulos ao desenvolvimento baseado em componentes. Es-
sas infra-estruturas de componentes, também referenciadas como component middleware, 
modelo de componentes ou padrões para componentes ( component standards), auxiliam 
no controle de detalhes complexos da coordenação entre componentes. Essencialmen-
te, essas infra-estruturas provêm um conjunto de serviços comuns de gerenciamento de 
componentes. Esses serviços ficam disponíveis a todos os componentes interessados em 
utilizar a infra-estrutura de componentes. As infra-estruturas impõem restrições e regras 
no projeto e implementação dos componentes. Apesar da existência dessas restrições, 
o desenvolvedor de componentes e o desenvolvedor de aplicações não precisam construir 
inúmeros serviços complexos em suas aplicações. 
Além disso, ambientes de desenvolvimento como VisualBasic e linguagens como C++ 
e Java, passaram a ser utilizados no desenvolvimento de novas aplicações. A utilização 
dessas linguagens e de suas ferramentas de suporte, tornaram possível o compartilha-
mento e distribuição de partes das aplicações através de mecanismos como Visual Basic 
Controls, controles ActiveX, bibliotecas de classes e JavaBeans. Com o amadurecimento 
dessas tecnologias, houve um maior entendimento sobre como desenvolver uma aplicação 
por partes. Dessa maneira, o desenvolvimento baseado em componentes passou a ser 
empregado por inúmeros desenvolvedores de aplicações. 
Concomitante aos avanços tecnológicos, houve uma substancial alteração no contexto 
organizacional e de negócios das empresas. O estilo e a arquitetura das aplicações moder-
nas evoluiu. As aplicações que usualmente eram centralizadas, baseadas em mainjrames 
e com redes de comunicação proprietárias, passaram a ser distribuídas e acessadas remo-
tamente sobre intranets e pela Internet. Além disso, as organizações acostumadas a lidar 
com poucos mas grandes projetos, passaram a trabalhar com vários e pequenos projetos. 
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Isso criou a necessidade de se reutilizar artefatos na construção desses projetos. Além dis-
so, o ambiente de negócio na qual essas organizações operam sofreu algumas modificações. 
As áreas de negócio nas quais essas organizações se inserem estão em constante evolução. 
Isto requer das empresas muita habilidade para gerenciar a complexidade da tecnologia 
que envolve sua área de negócio, e também para adaptar-se rapidamente às mudanças. 
O desenvolvimento baseado em componentes é uma abordagem que surgiu desta necessi-
dade do mercado e também do amadurecimento das tecnologias que dão suporte a essa 
abordagem. 
2.5.2 Benefícios do CBSE 
Uma maneira de se analisar os benefícios do desenvolvimento de software baseado em com-
ponentes é através da comparação com as técnicas de desenvolvimento tradicionais [101]. 
Essas técnicas podem ser divididas em dois extremos. Num extremo a aplicação é de-
senvolvida inteiramente do nada (custom-made) com a ajuda apenas de bibliotecas e 
ferramentas de programação. No outro extremo está a técnica onde tudo é terceirizado 
( outsourceá), são utilizados pacotes de softwares pré-fabricados que permitem um certo 
grau de parametrização. Dessa forma, o usuário deve configurar esses softwares a fim de 
prover uma solução próxima do necessário. 
A técnica de desenvolvimento custom-made, se bem executada, possui vantagens como 
a facilidade na descrição do modelo de negócio do usuário e o conhecimento de práticas 
proprietárias (in-h ouse). Porém, existem as desvantagens de que são necessários, além 
do conhecimento do negócio, conhecimentos em todas as fases de desenvolvimento de 
software. Também existem dificuldades quanto à incorporação de novos serviços, como 
interoperabilidade com outros sistemas proprietários ou de outras empresas e clientes, e 
a demora no tempo de entrega. 
Na técnica de desenvolvimento outsourced, os softwares adquiridos são apenas parame-
trizados e configurados para se obter um sistema que satisfaça as necessidades do usuário, 
como o sistema SAP R/3 [93]. O trabalho envolvido na manutenção, interoperabilida-
de e evolução do sistema é deixado para os fabricantes desses softwares. O uso desses 
softwares pode incorrer em algumas desvantagens como uma possível reorganização na 
estrutura da empresa ou do ambiente, e uma menor agilidade na adaptação do sistema 
frente a possíveis mudanças no negócio do usuário. 
O desenvolvimento baseado em componentes de software representa uma alternativa 
a esses dois extremos. A tecnologia de componentes se beneficia das vantagens apresen-
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tadas nos métodos tradicionais. Embora cada componente adquirido seja um software 
terceirizado, o processo de composição permite um significante grau de customização. 
Dessa forma, componentes podem ser escolhidos de diferentes fabricantes de acordo com 
critérios como desempenho, preço e confiabilidade, tornando possível o estabelecimento 
de prioridades durante o desenvolvimento da aplicação. Além disso, alguns componentes 
podem ser produzidos para cumprir determinadas funcionalidades da aplicação. 
A construção de software através da reutilização de componentes de software que 
já foram bem especificados e testados, permite a diminuição nos custos do processo de 
desenvolvimento e o aumento da produtividade e qualidade dos produtos. Além disso, 
uma aplicação desenvolvida a partir de componentes de software, tem maior facilidade de 
realizar manutenção e de se adequar às mudanças impostas pelo ambiente na qual está 
inserida. 
2.5.3 Conceitos e Características 
Apesar da atual ênfase em CBSE, existem muitas questões que ainda são muito discutidas 
e que devem ser definidas, como a definição de componentes de software e a criação de 
metodologias de desenvolvimento de componentes de software e de aplicações baseadas 
em componentes. 
Nos eventos do WCOP ( Workshop on Component-Oriented Programming) [103, 102] 
obteve-se a seguinte definição sobre componentes de software: 
"Um componente de software é uma unidade de composição com interfaces contratu-
almente especificadas e com dependências de contexto explícitas. Os componentes podem 
ser construídos independentemente e estar sujeitos a composições com terceiros." 
Também foi estipulado que para algo se tornar um componente de software não é 
necessária a utilização de uma tecnologia específica. Assim, qualquer artefato pode ser 
considerado um componente de software desde que forneça uma interface bem definida. 
Essa interface pode ser vista como uma coleção de pontos de acesso a serviços, cada um 
especificando a sua sintaxe e semântica [102]. Tais componentes também são referenciados 
como componentes de prateleira (COTS- Components Off-The-Shel/). Esses componentes 
podem ter sido construídos por pessoas diferentes, em tempos diferentes e em contextos 
ou domínios diferentes. 
A construção de componentes de software não é uma tarefa trivial. Ela requer atenção 
especial em questões como abstração e generalização, e no estudo das estruturas de dados 
e algoritmos, a fim de garantir um desempenho satisfatório. As noções de generalidade 
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e desempenho são características importantes para que um componente seja altamente 
reutilizável [101, 52]. Porém, desenvolver componentes genéricos é uma tarefa difícil e 
desenvolver componentes genéricos e eficientes é ainda mais árduo. As diferenças en-
tre desenvolvimento de componentes e o desenvolvimento de aplicações são similares às 
diferenças entre o projeto de um chip e o projeto de um circuito integrado [52]. 
Para que os componentes de software sejam difundidos e amplamente utilizados, torna-
se necessário uma especificação detalhada de suas caracteristicas. A documentação de um 
componente é muito importante para a fase de seleção de componentes e de construção 
de aplicações. Além disso, ela servirá para enquadrar o componente em um determina-
do catálogo de componentes, de onde os componentes de software serão consultados e 
analisados [114]. 
A adoção do CBSE requer uma reavaliação das técnicas de desenvolvimento atuais. 
Fundamentalmente, são necessários novos métodos de desenvolvimento, novos processos e 
ferramentas que auxiliem na geração e gerenciamento dos componentes de software e dos 
sistemas baseados em componentes [13]. 
Tais características requerem métodos de desenvolvimento que estabeleçam o projeto 
de sistemas ao nível de interfaces. Dessa maneira, a arquitetura do sistema estará baseada 
nas colaborações entre interfaces, permitindo a reutilização e substituição de diferentes 
implementações, desde que se encaixem na especificação das interfaces. A tarefa do pro-
jeto seria construir uma arquitetura que possibilite a interconexão de componentes. Para 
construir a aplicação, o desenvolvedor deve procurar, em catálogos de componentes, os 
componentes de software que atendem os requisitos especificados no projeto. Exemplos 
de métodos de desenvolvimento que procuram aplicar as idéias do CBSE em seu processo 
são apresentados em [18, 30]. Os métodos propostos nesses trabalhos levam em conside-
ração a necessidade de se desenvolver o sistema formado por componentes de software, e 
adicionalmente utilizam o paradigma de objetos como base para o seu desenvolvimento. 
Dessa forma, pode-se notar a relação existente entre o CBSE e o paradigma de orientação 
a objetos (ver Seção 2.5.4). 
Com a utilização de componentes de software, a construção de sistemas passa a en-
globar tarefas de seleção, testes e adaptação desses componentes [46, 12, 13]. A seleção 
envolve a tarefa de busca por componentes apropriados para o projeto. Para certificar-
se de que um componente selecionado realiza as funcionalidades descritas e atende aos 
requisitos da aplicação, pode ser necessária a realização de testes no componente. Normal-
mente os componentes selecionados devem ser adaptados para se adequarem aos requisitos 
impostos no projeto da aplicação (Capítulo 3). 
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Figura 2.10: Seqüência de atividades para o desenvolvimento de sistemas baseados em 
componentes 
A Figura 2.10 ilustra uma seqüência de atividades realizadas durante um processo de 
desenvolvimento de software, que envolve a seleção, testes e adaptação de componentes 
de software. A fase de implementação torna-se um processo de composição e integração 
de componentes, além de envolver a construção dos componentes do projeto que não 
foram selecionados. A adaptação de componentes também é importante para a fase 
de manutenção, onde novos requisitos podem ser adicionados, o que pode requisitar a 
adaptação dos componentes inseridos na aplicação. Os componentes selecionados e as 
adaptações realizadas devem estar representados no projeto da aplicação. 
2.5.4 Componentes de software e Orientação a Objetos 
O desenvolvimento de sistemas baseado em componentes segue o estilo de divisão e con-
quista, a fim de gerenciar a complexidade do sistema, quebrando um problema maior em 
pequenas partes para tratá-las separadamente. Isso é muito parecido com o estilo de de-
senvolvimento estruturado, porém esse estilo mantém uma separação muito forte entre as 
funções (comportamento) e os dados (estrutura). Os componentes de software por outro 
lado, seguem o estilo da orientação a objetos, onde existe a combinação das funções e 
dos dados relacionados em um único elemento. Na realidade, os princípios fundamentais 
sobre componentes de software são mesmos princípios que formam a base do paradigma 
de orientação a objetos, como a unificação de dados e funções (operações), encapsulamen-
to, onde o cliente de um objeto não tem conhecimento acerca de como as operações são 
implementadas, e identidade única, pois cada objeto possui uma única identidade que o 
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representa independente de seu estado. 
A definição de componentes de software estende os princípios da orientação a objetos, 
representando a noção da especificação de um objeto, de maneira explícita, através de 
interfaces. Com essa representação explícita obtém-se um nível de indireção entre o 
cliente de um componente de software e as capacidades desse componente. A especificação 
de todas as capacidades de um componente de software pode ser representado através 
de diversas interfaces. Com esse conceito, o desenvolvimento de software baseado em 
componentes diferencia-se de outras técnicas pela separação entre a especificação e a 
implementação de um componente de software, e também pela divisão da especificação 
em várias interfaces. A Figura 2.11 mostra um componente de software e suas interfaces, 
bem como as suas dependências. O componente descrito realiza as operações contidas em 
Interface A e Interface B, e depende dos serviços descritos na Interface C. Essa representação 
foi feita utilizando-se a linguagem UML. 
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Figura 2.11: Componente e suas interfaces 
A separação da especificação em diferentes interfaces, permite que as dependências 
entre os componentes sejam restritas às interfaces específicas e não ao componente como 
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um todo. Com essa separação, diminui-se o impacto e as dificuldades de modificações no 
sistema, visto que um componente de software pode ser trocado por outro, contanto que 
esse último especifique as mesmas interfaces do componente original. Essas características 
permitem que um componente de software seja atualizado ou trocado, sem impacto sobre 
os clientes desse componente. 
A utilização de componentes de software depende da definição de um processo de 
desenvolvimento que os represente, desde a análise, até a implementação do sistema. As-
sim, a representação de um componente de software possui diferentes formas dependendo 
das diferentes fases do processo de desenvolvimento. Na fase de projeto são definidas 
as especificações dos componentes, já na fase de implementação, essas especificações são 
implementadas como componentes de software ou componentes de software existentes são 
selecionados para realizarem as funcionalidades descritas na especificação. Em tempo de 
execução temos a noção de instância de componente. Essas instâncias são responsáveis 
pela execução das funcionalidades implementadas pelo componente de software. 
Segundo Booch [7], componentes de software são parecidos em muitos aspectos com 
a noção de classes em orientação a objetos. Ambos possuem nomes que os identificam, 
podem implementar um conjunto de interfaces, podem participar em uma relação de 
dependência e associação, podem ser aninhados, possuem instâncias e podem participar 
em interações. Porém, existem algumas diferenças significativas: 
• Classes representam abstrações lógicas, componentes de software representam ele-
mentos físicos que existem na forma de bits, e podem ocupar espaço num sistema 
de arquivos. 
• Componentes representam um agrupamento físico de outros componentes lógicos e 
estão a um nível de abstração diferente. Um componente de software é uma imple-
mentação física de um conjunto de elementos lógicos, como classes. A Figura 2.12 
mostra o relacionamento entre um componente de software (Componente A) e as 
classes que ele implementa. O relacionamento está modelado em UML através de 
uma relação de dependência. Esses relacionamentos podem fazer parte da especi-
ficação do componente. Como descrito anteriormente, um componente de software 
existe, em tempo de execução, através de suas instâncias. A Figura 2.13 mostra 
uma instância de Component A, essa instância é responsável pela criação e controle 
das instâncias (objetos) das classes queComponente A implementa. 
• Classes podem possuir atributos e operações diretamente. Em geral, componentes de 
software possuem operações que são somente alcançáveis através de suas interfaces. 


















Figura 2.12: Componente e classes 
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Figura 2.13: Instância de um componente 
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Tanto componentes quanto classes podem realizar uma interface, mas os serviços de 
um componente são normalmente disponíveis apenas pelas interfaces definidas. 
Esta última característica define o relacionamento entre o desenvolvimento baseado 
em componentes e o projeto baseado em interfaces. Conseqüentemente, infra-estruturas 
de componentes como COM e CORBA estão intimamente relacionados com linguagens 
de definições de interface (IDL - Interface Definition Language). Da mesma forma, as 
especificações das infra-estruturas baseadas em Java, como EJB, também enfatizam o 
projeto baseado em interfaces. 
2.6 Resumo 
Neste Capítulo foram apresentadas técnicas que estão relacionadas com a inserção da 
noção de reutilização no processo de desenvolvimento de software. A arquitetura de soft-
ware tem se mostrado como uma disciplina promissora, pois permite aumentar o nível 
de abstração da representação de sistemas de software, contribuindo para o controle da 
complexidade desses sistemas. A definição da arquitetura de software de um sistema 
pode ser construída com o auxílio de estilos arquiteturais. Um estilo arquitetura! pos-
sui características que atendem determinadas propriedades necessárias a um determinado 
conjunto de sistemas que apresentam requisitos similares. Os padrões de software em seus 
diferentes níveis de abstração permitem a reutilização de soluções que já foram validadas 
por desenvolvedores mais experientes. Padrões arquiteturais, usualmente são utilizados 
para documentar estilos arquiteturais. Também foram apresentados padrões de proje-
to que auxiliam na construção do projeto de sistemas que requerem características de 
confiabilidade, como tolerância a falhas. Os frameworks também servem como veículo 
de reutilização, visto que representam implementações semi-definidas de arquiteturas de 
software em um domínio específico. A construção de sistemas confiáveis normalmen-
te demanda a utilização de estilos arquiteturais, padrões de projeto ou frameworks, que 
atendam determinadas propriedades desses sistemas, como tolerância a falhas e segurança. 
Este Capítulo também aborda o desenvolvimento de software baseado em componen-
tes. Com a utilização de componentes de software existentes pode-se diminuir os custos 
do processo de desenvolvimento. Além disso, o controle da complexidade e o processo de 
manutenção tornam-se mais fáceis. O desenvolvimento de software baseado em compo-
nentes requer que o processo de desenvolvimento atenda os requisitos dessa abordagem, 
como por exemplo o projeto baseado em interfaces. 
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Porém, durante a reutilização de componentes de software existentes, pode-se en-
contrar problemas relacionados à estrutura e ao comportamento desse componente, que 
podem não estar de acordo com a especificação do componente realizada durante o projeto 
do sistema. Isso leva a necessidade da adaptação dos componentes de software, para que 
eles estejam de acordo com a especificação de suas responsabilidades, definidas durante o 
projeto. O Capítulo seguinte descreverá esse problema de maneira mais abrangente. 
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Capítulo 3 
Adaptação de Componentes de 
Software 
O desenvolvimento de software baseado em componentes propõe a construção de apli-
cações através da composição e integração de componentes reutilizáveis [101]. Muitas 
pesquisas concluem que a reutilização de componentes geralmente demanda modificações 
para que os componentes se adequem aos requisitos, ao contexto ou a outros componentes 
da aplicação sendo construída [48, 8, 111]. O processo de modificação das propriedades de 
um componente de software para sua utilização em uma aplicação particular, sem neces-
sariamente alterar o componente original, é freqüentemente referenciada como adaptação 
de componente. 
A adaptação de um componente de software deve ser feita com o intuito de facilitar a 
sua reutilização e ajudar os desenvolvedores de aplicações na composição dos componentes 
de software adquiridos de terceiros. Além disso, a adaptação de componentes torna-se 
importante para a fase de manutenção do sistema, onde pode-se requerer a modificação 
de alguns componentes já construídos. 
A Seção 3.1 aborda os conceitos e a terminologia sobre adaptação de componentes. 
Os tipos de adaptação são discutidos na Seção 3.2. A Seção 3.3 especifica algumas pro-
priedades que podem ser encontradas nas técnicas de adaptação. A Seção 3.4 descreve 
algumas técnicas de adaptação. Finalmente na Seção 3.5 é apresentada uma comparação 
das técnicas de adaptação com relação às suas propriedades. 
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3.1 Conceitos e Terminologia 
O objetivo das técnicas de adaptação de componentes de software é criar um componente 
que, derivado de um componente existente, possa ser utilizado pelo desenvolvedor de uma 
aplicação, de acordo com as suas necessidades e com as características da aplicação. Ide-
almente, as adaptações devem ser feitas como se o próprio desenvolvedor do componente 
as tivesse realizado. 
Existem diferenças entre alguns termos como composição, integração, adaptação, ex-
tensão, evolução e customização. A evolução, adaptação e customização de componentes 
de software são alternativas para facilitar o processo de composição e integração de com-
ponentes. Existem diferenças entre adaptação e customização de componentes, uma vez 
que a customização apresenta um número finito de alternativas para modificações. Um 
componente é customizado pelo desenvolvedor da aplicação através da seleção de um con-
junto de opções que já foram predefinidos no componente de software. Dessa forma, um 
componente customizado é obtido incluindo-se diferentes alternativas de utilização que 
já foram previstas pelo desenvolvedor do componente. Este processo é diferente de uma 
adaptação, onde o desenvolvedor da aplicação escreve ou inclui novo código para modi-
ficar alguma propriedade existente no componente ou adicionar novas propriedades ao 
componente. 
A evolução de um componente ocorre quando um componente é modificado pelo seu 
próprio desenvolvedor. Esse desenvolvedor pode modificar livremente o código fonte de 
seu componente. Além disso, um componente que passou por um processo de evolução 
será novamente disponível para reutilização em outras aplicações. Em contraste, uma 
adaptação de componente ocorre quando um desenvolvedor de aplicações adquire um 
componente existente e cria um novo componente para ser utilizado na aplicação em 
desenvolvimento. Tanto a evolução quanto a adaptação de um componente são maneiras 
de estender as propriedades de um componente. 
O conceito de adaptação de componentes não pode ser confundido com a noção de 
adaptação em sistemas adaptativos. Sistemas adaptativos são aplicações capazes de se 
adequar às mudanças que ocorrem em seu ambiente operacional, sem nenhuma inter-
venção humana externa. A arquitetura de software de tais sistemas devem ser flexíveis 
o bastante para permitir que os componentes mudem seus padrões de colaboração e de 
comportamento, dependendo das mudanças no ambiente e dos objetivos do sistema, sem 
modificar os componentes. Os sistemas adaptativos estão relacionados com a noção de 
reconfiguração dinâmica [64, 31, 88, 61]. Lemos [29] descreve um estilo arquitetura!, deno-
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minado Co-operative Object- Oriented Style, capaz de representar arquiteturas de software 
para sistemas adaptativos. Segundo Campbell [60] dois grandes exemplos de sistemas 
adaptativos são sistemas de middleware e sistemas operacionais. Esses sistemas devem 
ser adaptados à medida que ocorrem mudanças no ambiente. Ele considera dois tipos de 
mudanças: 
1. Variações no ambiente, que envolvem questões como flutuações na largura de banda, 
taxa de erro, níveis de segurança, memória, latência, etc. 
2. Evolução de software e hardware, incluindo atualizações de versões e reconfiguração 
do sistema. 
Campbell propõe um sistema operacional reflexivo e baseado em componentes, deno-
minado 2K [91]. O 2K pode reconfigurar-se dinamicamente e carregar apenas o conjunto 
de componentes necessários para executar as aplicações ativas do momento. Esses compo-
nentes podem estar distribuídos pela rede. Para tanto, o 2K utiliza reflexão computacional 
(Captítulo 4). As dependências inter-componentes e o estado do sistema são materializa-
dos. As aplicações devem apresentar uma representação explícita dos requisitos que devem 
ser preenchidos para que ocorra sua execução no ambiente. O mecanismo que permite 
essa adaptação é um ORB reflexivo. O 2K realiza modificações dinâmicas em seu com-
portamento, permitindo alterações nos mecanismos básicos de manipulação de objetos, 
como criação e destruição de objetos e invocação de métodos. Dessa forma, o 2K pretende 
alcançar ganhos substanciais em termos de flexibilidade, desempenho e simplicidade. 
Em sistemas adaptativos, o ambiente na qual a aplicação opera, impõe as adaptações 
ou reconfigurações que devem ser realizadas no sistema. O projeto de tais sistemas são 
construídos para prover essas reconfigurações dinâmicas. 
Quando se realiza uma adaptação de componentes, o conceito de adaptação está re-
lacionado com o componente e não com o sistema. O projeto da aplicação é quem impõe 
os requisitos que devem estar presentes nos componentes de software a serem compostos. 
As técnicas de adaptação devem produzir um novo componente, derivado do componente 
original, que atenda aos requisitos especificados no projeto. 
3.2 Tipos de Adaptação 
Assuma que o desenvolvedor de uma aplicação tenha construído o projeto e iniciado o 
processo de implementação. Suponha que esse desenvolvedor tenha encontrado um com-
ponente de software de outro fabricante que satisfaz determinado componente especificado 
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no projeto da aplicação. O desenvolvedor resolve compor esse componente de prateleira 
em sua aplicação, e inicia o processo de integração. No entanto, são verificadas incom-
patibilidades na sintaxe das interfaces. Dessa maneira, ele deve realizar um processo 
de adaptação sintática do componente. Após esse processo de resolução das incompa-
tibilidades sintáticas, ainda poderão existir situações onde as propriedades funcionais e 
não-funcionais do componente precisam ser modificadas de acordo com as necessidades 
do desenvolvedor da aplicação. O desenvolvedor do componente de prateleira não pode 
prever todos as possíveis situações em que o componente será utilizado, nem pode também 
realizar toda modificação requisitada por um usuário do componente. Necessita-se então, 
de mecanismos que permitam, aos desenvolvedores de aplicações, facilitar a adaptação de 
componentes de software sem a necessidade de conhecer o código fonte. 
Os tipos de adaptação podem ser divididos de acordo com as características que são 
modificadas no componente. Essas características são impostas pelo projeto da aplicação. 
Existem os seguintes tipos de adaptação: 
(i). Adaptação estrutural (sintática): neste tipo de adaptação o desenvolvedor de 
uma aplicação modifica a descrição da interface de um componente. O desenvol-
vedor pode estender, restringir ou substituir a interface ou até mesmo modificar a 
assinatura de uma interface, como por exemplo alterar os tipos dos parâmetros ou 
inserir novas operações. 
(ii). Adaptação comportamental: neste tipo de adaptação o desenvolvedor de uma 
aplicação modifica o comportamento de um componente sem necessariamente mo-
dificar sua interface. O desenvolvedor pode adaptar o comportamento das pro-
priedades de um componente como se estivesse alterando a implementação desse 
componente. Essas propriedades podem ser funcionais ou não-funcionais. 
Podem existir situações que envolvam a combinação desses tipos de adaptação. Por 
exemplo, suponha que um componente selecionado deva ser adaptado para atender a um 
requisito funcional especificado no projeto da aplicação. Para que esse requisito funcional 
seja adicionado ao componente, pode ser necessário a inclusão de uma operação específica 
à interface do componente. 
As técnicas de adaptação podem ser utilizadas para realizar a adição de propriedades 
não-funcionais em componentes de software. Por exemplo, existem inúmeros componen-
tes que implementam diferentes funcionalidades, mas que por outro lado não podem ser 
utilizados em sistemas que requerem um alto grau de confiabilidade. Tais componentes 
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não possuem características de confiabilidade, como tolerância a falhas e segurança. Para 
que os benefícios da construção de sistemas confiáveis a partir de componentes de soft-
ware existentes sejam visíveis e otimizados, torna-se necessária a definição de mecanismos 
eficazes que permitam a adição dessas características aos componentes existentes. Uma 
maneira de alcançar esse objetivo seria através da utilização de técnicas de adaptação de 
componentes [111, 8, 106]. 
Bosch et ai [102] propõem diferentes maneiras de se adaptar o comportamento não-
funcional de um componente: 
(I) Os componentes de software podem ser parametrizados de maneira que proprieda-
des específicas possam ser selecionadas. Nesta técnica, o desenvolvedor da aplicação 
customiza o componente de software através de um conjunto fixo de proprieda-
des que estão encapsuladas no componente. Os componentes construídos com essa 
técnica são black-box, de maneira que o desenvolvedor da aplicação tem acesso so-
mente à especificação das interfaces dos componentes. Essa técnica é considerada 
limitada, visto que o desenvolvedor do componente não pode prever todos os tipos 
de comportamentos ou propriedades que podem ser requisitados ao componente. 
(II) A estrutura do componente pode ser manipulada para lidar com o comportamento 
desejado. Esta técnica é aplicada apenas quando os componentes a serem utiliza-
dos são caixa-branca ( white-box), onde o desenvolvedor da aplicação tem acesso ao 
código fonte do componente. Para realizar a reestruturação do componente, o de-
senvolvedor da aplicação deve possuir um conhecimento detalhado do componente. 
Dessa maneira, o desenvolvedor pode ter dificuldades de entendimento sobre a es-
trutura interna do componente ou ser incapaz de adaptar o comportamento de tais 
componentes. 
(III) Pode-se utilizar uma arquitetura projetada para prover o comportamento desejado. 
Dessa maneira, o componente deve aderir-se à arquitetura a fim de que a adap-
tação ocorra. Estas arquiteturas impõem certas tarefas relacionadas com o domínio 
do comportamento e para isso são construídas com mecanismos apropriados para 
implementar a propriedade desejada. 
(IV) Um mecanismo de meta-nível pode ser utilizado para interceptar as interações do 
componente e prover o comportamento desejado, onde os elementos do meta-nível 
são os responsáveis pelo comportamento não-funcional. Esta técnica utiliza os con-
ceitos de reflexão computacional descritos no Capítulo 4. 
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As características dos itens (III) e (IV) estão contidas na solução proposta neste tra-
balho (Capítulo 5). 
Dependendo do tipo de adaptação necessária e da técnica de adaptação utilizada po-
dem existir certas restrições a serem consideradas pelo desenvolvedor da aplicação durante 
um processo de adaptação. Uma técnica de adaptação de componentes possui certas pro-
priedades que servirão como base para sua escolha em uma determinada adaptação. Essas 
propriedades estão descritas na seção seguinte. 
3.3 Propriedades das técnicas de adaptação de com-
ponentes 
As técnicas de adaptação de componente são utilizadas pelos desenvolvedores de apli-
cações, a fim de obterem uma versão adaptada (CA- Componente Adaptado) de compo-
nentes existentes (CO- Componentes Originais). A Figura 3.1 mostra uma aplicação que 
requer um componente com uma determinada interface e com alguns comportamentos, 
porém foi encontrado um componente de software (CO) que possui uma interface dife-
rente e que apresenta apenas parte dos comportamentos requisitadas. Dessa forma, a fim 
de reutilizar o CO, realizou-se a sua adaptação, gerando um novo componente (CA) com 
interface e comportamento apropriado. 
Requer componentes 
com comportamentos X e Y 
Interface incompa!ível 
Comportamento incompat!vel 
Aplicação Ir LO_ 
-4 -X- possui comportamento X J 
Comportamento compatível 
ApUração ~XJ 
possw comportamento X e Y 
Figura 3.1: Componente de software original e componente adaptado 
A utilização de uma técnica de adaptação de componentes depende do contexto na 
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qual a aplicação se encontra e também das características do componente a ser adaptado. 
Portanto, uma técnica que serve para um determinado componente não serve para outro 
se suas propriedades não se adequam às necessidades do desenvolvedor da aplicação e às 
características do componente a ser adaptado. Nesta seção, a terminologia de algumas 
propriedades que as técnicas de adaptação de componentes provêm são definidas. As 
propriedades descritas foram retiradas de trabalhos encontrados na literatura [8, 54, 85, 
4 7]. Essas propriedades podem ser analisadas como características a serem observadas 
durante o processo de avaliação e escolha de uma técnica de adaptação, além de servirem 
como base na construção de novas técnicas. Algumas das propriedades ou características 
que uma técnica de adaptação pode fornecer são descritas a seguir: 
(Pl) homogênea: o código que utiliza o componente adaptado (CA) utiliza-o como se 
estivesse utilizando o componente original (CO), ou seja, o cliente do CA não tem 
conhecimento da adaptação realizada. 
(P2) conservadora: a técnica empregada garante que durante o processo de instan-
ciação do componente resultante da adaptação (CA), será criada uma instância que 
faz referência ao próprio CO que foi adaptado, ou seja, conserva-se a identidade do 
CO durante a sua instanciação. Uma técnica que não possui essa propriedade nor-
malmente gera um CA que possui um elemento a ser instanciado no lugar do CO. 
Por exemplo, a técnica de Wrapping não apresenta essa característica, pois mesmo 
com o CA sendo manipulado pelos clientes como se fosse o CO, a instância que é 
criada e referenciada não é o CO, mas o wrapper criado. 
(P3) ignorante: o CO não tem conhecimento de suas adaptações. 
(P4) identidade: o CO mantém sua própria identidade como uma entidade separada. 
Isto facilita a maneira na qual futuras atualizações do componente serão realizadas. 
(P5) componível: o CA continua apto para futuras adaptações. Dessa maneira, o CA 
é componível com outras adaptações. 
(P6) caixa-preta: normalmente, os componentes disponíveis são caixa-preta, onde ape-
nas suas interfaces são conhecidas. Uma técnica de adaptação caixa-preta não deve 
requisitar conhecimento sobre a implementação interna do CO nem acesso ao seu 
código fonte. 
(P7) independente de linguagem: a técnica de adaptação não é dependente da lin-
guagem de programação utilizada para implementar CO. 
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(P8) embutida: o mecanismo de adaptação, que possibilita a realização da técnica de 
adaptação, está embutido no CO antes da adaptação ser realizada. Isto não significa 
que, necessariamente, o mecanismo de adaptação foi explicitamente implementado 
em CO, mas significa que existe algum mecanismo no qual a técnica de adaptação 
pode beneficiar-se. 
(P9) ad hoc: o CO não é projetado para adaptação. Isso significa que o CO não precisa 
ser construído baseado em alguma técnica de adaptação. Desse modo, o usuário 
do CO não necessita ter conhecimento da técnica utilizada a fim de construir o 
CA. Técnicas com essa propriedade, podem ser utilizadas quando necessário, sem 
que sua utilização seja prevista anteriormente. Uma técnica que não é ad hoc insere 
mecanismos na estrutura dos componentes de software a fim de realizar a adaptação. 
(PIO) adaptação comportamental ou sintática: uma técnica de adaptação pode ter 
sido construída para atender determinados tipos de adaptação. Como descrito an-
teriormente, esses tipos podem ser adaptações estruturais ou adaptações compor-
tamentais. Uma técnica de adaptação também pode ser utilizada em ambos os 
tipos. 
Essas propriedades foram retiradas das características apresentadas pelas diversas 
técnicas analisadas (Seção 3.4). Desse modo, não é necessário que uma técnica inclua 
todas as propriedades. Durante a pesquisa realizada, não foram observadas técnicas que 
fossem dependentes de alguma infra-estrutura de componentes (Seção 2.5). Se a técnica 
é independente de infra-estrutura, ela pode ser aplicada tanto em componentes COM e 
CORBA quanto em componentes JavaBeans. As propriedades Pl, P2 e P3 estão relacio-
nados com o requisito de transparência descrito por Bosch [8]. 
Em geral, as propriedades descritas pretendem diminuir o grau de acoplamento entre 
o componente original e suas adaptações. Por exemplo, se uma técnica de adaptação é 
dependente de uma determinada linguagem, o grau de acoplamento entre o componente 
e o mecanismo de adaptação aumenta consideravelmente. A seguir são apresentadas 
algumas técnicas de adaptação de componentes. Na Seção 3.5 essas propriedades servem 
de base para a comparação das técnicas analisadas. 
3.4 Técnicas de Adaptação de Componentes 
Esta Seção apresenta uma breve descrição de diferentes técnicas de adaptação de com-
ponentes. Inicialmente, são descritas as duas técnicas de adaptação mais comuns, porém 
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totalmente opostas. Uma envolve codificação externa ( coding around), onde são realiza-
das modificações na aplicação em desenvolvimento. A outra técnica envolve modificações 
no próprio componente, uma vez que o código fonte do componente é fornecido ( open 
source). As seções seguintes, são apresentadas algumas técnicas alternativas consideradas 
mais efetivas no processo de adaptação de componentes. 
3.4.1 Coding Around X Open Source 
Na técnica Coding Around, o desenvolvedor da aplicação, de acordo com a descrição 
da interface do componente, altera a própria aplicação para realizar as mudanças ao 
comportamento do componente. Dessa maneira, a implementação da aplicação é dire-
tamente afetada pelo componente reutilizado. Qualquer código introduzido no processo 
de integração será inserido no código da aplicação. Esta técnica é utilizada quando o 
desenvolvedor de uma aplicação não possui conhecimento ou habilidade necessária para 
adaptar o componente. A técnica Open Source só pode ocorrer quando um componente 
é fornecido com seu código fonte. Assim, as possibilidades de modificações que o desen-
volvedor de uma aplicação pode realizar são praticamente infinitas. Dessa forma, esta 
técnica é a única considerada totalmente caixa-branca. Um desenvolvedor de aplicação 
com um conhecimento pleno do componente pode modificar diretamente o componente 
a fim de introduzir a adaptação desejada. Porém, esta técnica requer que o desenvolve-
dor da aplicação tenha um profundo conhecimento da estrutura interna do componente, 
necessitando então de uma documentação detalhada do projeto do componente. Dessa 
maneira, o tempo e os custos de desenvolvimento da aplicação podem aumentar. Além 
disso, quando uma pessoa realiza a modificação no componente, ela se torna a proprietária 
do código e, portanto, é responsável pelos custos de manutenção até que esta modificação 
seja inserida pelo desenvolvedor do próprio componente em uma nova versão. 
3.4.2 Wrapping 
Durante o desenvolvimento de uma aplicação, problemas de incompatibilidades entre as 
interfaces dos componentes utilizados podem prejudicar o custo e o tempo de produção. 
Uma técnica convencional para resolver este tipo de problema é a utilização de wrappers 
(embrulhos). Apesar da técnica de Wrapping (empacotamento) estar direcionada para o 
problema de interfaces incompatíveis, ela também pode ser utilizada para resolver outros 
problemas. Em orientação a objetos, esta técnica tem sido descrita como um padrão de 
projeto denominado Adapter [37, 15]. O wrapper basicamente atua como um filtro pa-
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ra todas as requisições que chegam ao componente, podendo adaptar o comportamento 
do componente como desejado. Encapsulando um ou mais componentes, a técnica de 
Wrapping permite que componentes sejam compostos ou agregados para realizarem no-
vas funcionalidades. Portanto, o uso de wrappers pode suportar desde simples conversões 
de interfaces até um conjunto de operações diferentes. Da mesma forma que na técnica 
Coding Around, na técnica de Wrapping o desenvolvedor da aplicação não pode alterar 
o componente original. A principal vantagem sobre o Coding Around é que a técnica de 
Wrapping determina um local separado onde o código utilizado na adaptação será inserido. 
Apesar de ser muito utilizada, a técnica de Wrapping possui algumas desvantagens [48]. 
Esta técnica não provê a transparência necessária para uma técnica de adaptação. Is-
to ocorre porque o wrapper atua como um componente construído sobre o componente 
original. Dessa forma, toda interface do componente original deve ser manipulado pelo 
wrapper, até mesmo as funcionalidades que não necessitam de adaptação. Esta técnica 
também envolve um considerável esforço de implementação e dificulta a reutilização do 
wrapper, uma vez que existe um alto grau de acoplamento com o componente original. 
Além disso, os wrappers têm a tendência de se espalharem por toda a aplicação ocasio-
nando problemas de overhead quanto ao tempo de execução. Existe uma necessidade de 
eliminar os problemas envolvidos na técnica de Wrapping, uma maneira seria através da 
criação de novas formas de ligação do wrapper com o componente a ser adaptado. 
3.4.3 Proxy 
Esta técnica cria um componente proxy que atua como um intermediário entre o cliente 
e o componente original, já a técnica de Wrapping empacota o componente. Igualmente 
à técnica de Wrapping, esta técnica permite que as mensagens sejam filtradas e que as 
funcionalidades requisitadas sejam delegadas a mais de um componente. Nesta técnica, 
o componente original não é empacotado, então ele ainda pode ser acessado diretamente 
por outros componentes da aplicação, ao contrário do que ocorre na técnica de Wrapping. 
O proxy situa-se entre dois componentes, já os wrappers adaptam um componente para 
todos os seus clientes. Porém, esta técnica ainda não fornece a transparência (propriedade 
conservadora) necessária, pois o cliente do componente precisa se comunicar com o proxy 
e não diretamente com o componente. Em orientação a objetos, esta técnica pode ser 
descrita como um padrão de projeto denominado Proxy [37]. 
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3.4.4 Subtypíng 
Uma maneira de estender um componente é especializá-lo com um subtipo. A técnica 
de Subtyping possui muitos aspectos comuns à técnica de Wrapping e pode ser utilizada 
para empacotar o componente [48]. O processo do subtipagem envolve a criação de um 
novo componente que estende o componente original, reutilizando sua implementação. As 
mensagens são passadas do componente subtipado diretamente para o componente origi-
nal. O envio de mensagens para o componente original torna-se implícito neste tipo de 
técnica. As linguagens orientadas a objetos dão suporte à subtipagem de classes através 
do mecanismo de herança. Dessa forma, o mecanismo de Subtyping está automaticamente 
inserido em qualquer componente implementado com uma linguagem orientada a objetos. 
Porém, a técnica de Subtyping é utilizada apenas quando o componente está apto para 
ser subtipado, pois só serão subtipados os métodos que forem públicos. Como a técnica 
de Subtyping não requer modificações ao código fonte, ela pode ser considerada como uma 
técnica caixa-preta. O componente subtipado possui apenas o acesso aos estados e com-
portamentos do componente original. Na técnica de subtyping, quando as funcionalidades 
de um componente precisam ser modificados, torna-se necessário um maior entendimento 
da estrutura interna do componente. O código adicionado permanece em um local único 
e separado do componente original. 
3.4.5 Bínary Component Adaptatíon (BCA) 
Esta técnica proposta por Keller [54, 55] permite a adaptação de componentes Java du-
rante o carregamento do programa. A técnica, chamada de BCA, utiliza-se de informações 
de alto nível contidas na representação binária dos componentes Java, denominados de 
byte-codes. Com o BCA, o desenvolvedor de uma aplicação adiciona novo código ao com-
ponente e pode por exemplo, modificar atributos, parâmetros de métodos ou adicionar 
métodos. Esta técnica requer a modificação da máquina virtual Java (JVM), mais espe-
cificamente do carregador de classes. Dessa maneira, o byte code é diretamente adaptado 
pelo carregador de classes em tempo de carga. As especificações do que deve ser adaptado 
são incluídas em um arquivo denominado delta. A existência desse arquivo também exige 
a modificação do compilador Java, a fim de que o reconheça. O arquivo delta contém as 
informações sobre como adaptar o componente e o código a ser adicionado ao componen-
te. Este arquivo então é compilado e utilizado pelo carregador de classes modificado que 
realizará a adaptação. 
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3.4.6 Refiectíve Wmppers 
Esta técnica utiliza reflexão computacional (Capítulo 4), fazendo com que metaobjetos 
atuem como wrappers a fim de permitir adaptações estáticas e dinâmicas em componen-
tes Java, sem a necessidade de acessar seu código fonte. A técnica permite modificações 
incrementais no comportamento dos componentes através do uso de metaobjetos. O meca-
nismo implementado por Welch [111, 110], denominado Dalang (Seção 4.2.3), automatiza 
a criação desses wrappers. O mecanismo permite a geração dinâmica de wrappers quando 
o código é carregado e instalado na JVM e também permite a geração estática, onde não 
necessita-se de modificação no carregador de classes. A análise dessa técnica foi feita 
sobre este último caso, pois não se exige modificação na aplicação e cria-se um novo com-
ponente com as funcionalidades adicionadas pelo wrapper. Além disso, não é necessário 
acessar o código fonte, pois trabalha-se com os byte-codes. Esta técnica é diferente da 
técnica de Wrapping convencional (Seção 3.4.2), pois ela gera wrappers que implementam 
determinadas propriedades e que podem ser reutilizados. Dessa maneira, um wrapper 
pode implementar as propriedades não-funcionais e delegar o comportamento funcional 
para o componente original. A técnica permite selecionar apenas os métodos do com-
ponente que devem ser adaptados. A seleção deve estar armazenada em um arquivo de 
configuração que associa os métodos a serem adaptados com os metaobjetos responsáveis 
por implementar as propriedades desejadas. 
3.4. 7 Superímposítíon 
Jan Bosch [8] discute as técnicas de adaptação convencionais, como Open Source e Wrap-
ping e demonstra as deficiências dessas técnicas. Ele propõe uma técnica baseada no 
conceito de superimposição, que permite impor tipos predefinidos de funcionalidades so-
bre um componente. Esta técnica foi implementada em um modelo de objetos baseado 
em camadas, chamado LayOM (Layered Object ModeO. As camadas encapsulam um ob-
jeto e todas as mensagens enviadas para o objeto ou pelo objeto são interceptadas pelas 
camadas. Através dessas camadas o LayOM fornece vários tipos de comportamentos, 
que podem ser empregados na adaptação de componentes. Bosch descreve os protocolos 
de metaobjetos como uma maneira de realizar a superimposição de comportamento em 
sistemas orientados a oh jetos. 
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3.4.8 Open lmplementation 
Na técnica denominada Open lmplementation um componente é projetado de maneira que 
futuros usuários possam customizar esse componente [58]. Dessa forma, os usuários podem 
escolher a estratégia de implementação do componente, além de poderem criar sua própria 
implementação passando-a como parâmetro. Nesta técnica, o cliente do componente 
pode influir na estratégia da implementação, mas ela ainda esconde muitos detalhes de 
implementação. Open Implementation requer novas diretrizes de projeto, que estendam as 
diretrizes existentes para a criação de componentes totalmente black-box, para dar espaço 
à diretrizes que permitam diminuir a opacidade desses tipos de componentes. 
3.4.9 Active Interface 
A técnica de interfaces ativas permite, ao desenvolvedor de componentes, construir com-
ponentes que possam ser facilmente adaptados, de maneira que os desenvolvedores de 
aplicações possam adaptar esses componentes [85]. Nesta técnica, o desenvolvedor do 
componente escolhe quais as funcionalidades que podem ser adaptadas, introduzindo me-
canismos de adaptação em locais apropriados do próprio componente. Uma interface 
ativa, preparada para adaptação, pode ser programada para realizar alguma ação quando 
seu método for invocado. Duas fases podem ser consideradas durante a requisição de um 
método: a fase anterior, que ocorre antes da execução do método; e a fase posterior, que 
ocorre quando a execução termina. Uma interface ativa permite ao usuário do componen-
te definir métodos denominados de call-backs que podem ser invocados em cada fase de 
uma requisição. O componente que suporta interfaces ativas deve possuir um componente 
associado denominado de component arbitrator, que gerencia os métodos call-backs. Esta 
técnica necessita que toda uma estrutura seja construída para dar suporte ao component 
arbitrator. A técnica de interfaces ativas foi elaborada para trabalhar com uma linguagem 
de especificação de componente (CSL- Component Specification Language), que aumen-
ta o entendimento da estrutura interna do componente. Dessa maneira, as adaptações 
realizadas podem ser especificadas a nível arquitetura! utilizando a linguagem CSL. 
3.4.10 Add-on Properties 
Na técnica desenvolvida por Troya [106], o desenvolvedor de um componente pode concentrar-
se apenas nas funcionalidades do componente e posteriormente adicionar algumas propri-
edades ( add-on properties) de acordo com o sistema na qual vai atuar. A técnica cons-
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truída identifica algumas propriedades que lidam com problemas de sistemas abertos [100]. 
Porém, essas propriedades podem ser estendidas através de um framework que permite a 
definição, o projeto e a implementação de propriedades, que podem ser adicionadas aos 
componentes através de especialização. A idéia da técnica é implementar cada proprieda-
de através da inclusão de camadas ao componente. Cada camada atua como um wrapper, 
capturando e modificando as entradas e saídas de um componente. Essas camadas podem 
ser compostas a fim de fornecer múltiplas propriedades. Para implementar esse esquema 
torna-se necessário um esquema de comunicação entre os componentes. Foi definido um 
esquema simples que pode ser implementado na maioria dos sistemas e plataformas. O 
esquema é baseado em filas de mensagens (mailboxes), com primitivas básicas de Send e 
Receive. Os controllers são processos especiais que fazem o papel das camadas descritas 
anteriormente e que modificam o comportamento do componente. Os controllers intercep-
tam os eventos que entram e saem do componente, acessando seu mailbox, e tratando-os 
de acordo com a sua estratégia. Apenas os eventos especificados para um controller são 
tratados. O framework construído cuida da composição dos controllers e de todas as 
mensagens que passam entre eles. 
3.5 Comparação das técnicas de adaptação 
Esta Seção apresenta uma comparação das técnicas de adaptação analisadas na Seção 3.4 
com relação às propriedades para adaptação de componentes descritas na Seção 3.3. A 
Tabela 3.1 demonstra quais são as propriedades suportadas por cada técnica analisada. 
A técnica de Coding Around, na realidade, não implementa a adaptação de um com-
ponente, pois modifica o sistema na qual o componente irá atuar. Dessa forma, não existe 
um componente adaptado (CA). Apesar desta técnica possuir todas as propriedades, ela 
não serve aos propósitos das técnicas de adaptação de componentes, visto que outros 
componentes do sistema também podem ter sido reutilizados, e ocasionalmente podem 
não possuir o código fonte, criando a necessidade de adaptação desses componentes. 
Através da observação da Tabela 3.1, nota-se que todas as técnicas analisadas possuem 
a propriedade P1, isto ocorre pois leva-se em consideração que o cliente do componente 
adaptado já prevê o componente dessa forma, e não na forma do componente original que 
não se encontra da maneira desejada pela aplicação em construção. 
Apenas as técnicas Wrapping, Proxy e Subtyping não possuem a propriedade P2 ( Con-
servadora). Essas técnicas requerem a definição explícita de um elemento entre o cliente 
do componente adaptado e o próprio componente adaptado. Por exemplo, na técnica 
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Técnica A., A., A., A., A., A., A., A., A., A., 
Coding Around ..; ..; ..; ..; ..; ..; ..; ..; ..; c;s 
Open Source ..; ..; ..; ..; ..; ..; c;s 
Wrapping ..; ..; ..; ..; ..; ..; ..; ..; c;s 
Proxy ..; ..; ..; ..; ..; ..; ..; ..; c;s 
Subtyping ..; ..; ..; ..; ..; ..; c;s 
BCA ..; ..; ..; ..; ..; ..; ..; c;s 
Superirnposition ..; ..; ..; ..; ..; ..; ..; c;s 
Open Irnplernentation ..; ..; ..; ..; ..; ..; c 
Active Interface ..; ..; ..; ..; ..; ..; c 
Add-on Properties ..; ..; ..; ..; ..; ..; ..; c 
Reflective Wrappers ..; ..; ..; ..; ..; ..; ..; c 
Tabela 3.1: Propriedades das técnicas de adaptação 
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Proxy é necessária a instanciação explícita de um proxy. Esse proxy passa a ser referen-
ciado como se fosse o componente original, diminuindo a transparência da adaptação. 
A técnica Refiective Wrappers também utiliza-se de wrappers, porém não existe a neces-
sidade de instanciação explícita do wrapper, visto que a referência é feita diretamente 
sobre o componente original, e a interceptação para o wrapper é realizada de maneira 
transparente, graças a utilização de técnicas de reflexão computacionaL 
A utilização de certas técnicas faz com que o componente original tenha conhecimento 
sobre suas adaptações, não garantindo a propriedade P3 (Ignorante). A inexistência dessa 
propriedade em uma técnica de adaptação pode estar relacionada com a propriedade P8 
(Não Embutida), como é o caso das técnicas Open Implemetation e Actíve interface. 
Nessas técnicas o mecanismo de adaptação embutido, deixa explícito quais as adaptações 
possíveis de serem feitas. Uma conclusão que pode-se tirar dessas técnicas é de que eles 
permitem na realidade uma forma de customização de componentes. Outras técnicas que 
possuem mecanismos embutidos, como Superimposition e Add-on Properties, apresentam 
a propriedade P3, pois as adaptações são definidas apenas no momento da utilização do 
componente. A técnica Open Source não possui essa propriedade, pois o componente 
original tem conhecimento das adaptações realizadas, no sentido de que o código original 
é modificado. 
A maioria das técnicas consegue manter a identidade do componente original, facilitan-
do a sua atualização (propriedade P4- Identidade). A técnica Open Source não consegue 
manter a identidade do componente original pois o código fonte é modificado, criando-se 
outro componente. Já as técnicas BCA e Refiective Wrappers realizam a modificação de 
uma representação intermediária do componente original (byte-code), criando outro com-
ponente. Porém, isso não chega a ser um problema, pois a mesma adaptação realizada 
sobre o componente original também pode ser realizada sobre as suas novas versões. Além 
disso, essas técnicas podem realizar a adaptação durante o carregamento dos componentes 
Java, modificando apenas o componente que foi instanciado. Dessa forma, o componente 
original permanece inalterado e com a sua identidade garantida. 
Todas as técnicas possuem a propriedade P5 (Componível). Isto deve-se ao fato de que 
todas permitem a realização de novas adaptações sobre o componente adaptado, fazendo 
com que o componente adaptado seja componível com novas adaptações. Isto também 
está relacionado ao fato de que as técnicas de adaptação podem ser utilizadas em conjunto. 
Apenas a técnica Open Source necessita do código fonte do componente original, a 
fim de realizar a adaptação (propriedade P6 - Caixa-Preta). Todas as outras técnicas 
não modificam o código fonte do componente originaL Algumas técnicas, como Subty-
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ping, podem requisitar um maior conhecimento sobre o componente original, a ponto de 
necessitar do código fonte, porém nenhuma modificação no código é realizada. 
Das técnicas analisadas, sete delas possuem a propriedade P7 (Independente de Lin-
guagem), o que significa que podem ser utilizadas em qualquer componente de software, 
independentemente da linguagem utilizada para implementá-lo. As técnicas BCA e Re-
flective Wrappers necessitam que o componente seja implementado em alguma linguagem 
que possua urna representação intermediária corno ocorre em Java. Já as técnicas Subty-
ping e Superimposition necessitam de linguagens orientadas a objetos. Esta última técnica 
necessita ainda que a linguagem dê suporte para a definição de camadas como ocorre em 
LayOM (Seção 3.4.7). 
Apesar das técnicas BCA e Reflective Wrapper serem dependentes de linguagens de 
programação, elas não necessitam de mecanismos embutidos no componente original. Isso 
ocorre pois não existe nada que precise estar presente na construção dos componentes 
originais. Já a técnica Subtyping, que também é dependente de linguagem, necessita que 
métodos do componente original sejam construídos como métodos públicos a fim de que 
sejam especializados. Da mesma forma que a técnica Subtyping, a técnica Superimposition 
utiliza-se dos mecanismos inseridos no componente original, porém estes mecanismos são 
adicionados implicitamente através da linguagem de implementação da qual é dependente. 
As técnicas Open lmplementation, Active Interface e Add-on Properties, requerem que 
o componente original possua mecanismos embutidos que foram definidos e construídos de 
acordo com a técnica de adaptação. Nestas técnicas, o componente original é construído 
com os mecanismos necessários para urna determinada técnica. Dessa forma, essas técnicas 
não podem ser consideradas ad hoc, visto que não podem ser empregados em qualquer 
componente. 
Todas as técnicas de adaptação foram concebidas para realizar algum tipo de adap-
tação em especial. Por exemplo, a técnica de Wrapping, no início, era utilizada para rea-
lizar adaptações sintáticas, e devido a suas características, também passou a ser utilizada 
para realizar adaptações de comportamento. Porém, algumas técnicas foram concebidas 
para um determinado tipo de adaptação e não conseguem realizar o outro tipo, sem a 
utilização de outras técnicas de adaptação. Nota-se que todas as técnicas podem realizar 
adaptações de comportamento, isso deve-se ao fato de que uma adaptação estrutural, co-
mo por exemplo, a inserção de um método realizada pela técnica BCA, pode influenciar 
o comportamento do componente de software. 
Pode-se concluir que as técnicas BCA e Reflective Wrappers apresentam os melhores 
resultados, pois podem realizar a adaptação de maneira transparente, e não necessitam 
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de nenhum mecanismo embutido no componente original. Uma restrição referente a essas 
técnicas é que elas são dependentes de uma linguagem de programação, neste caso, a 
linguagem Java. Esta dependência deve-se ao fato de que elas manipulam o byte-code dos 
componentes de software. Ambas as técnicas podem apresentar a propriedade P4 (Iden-
tidade) se forem realizadas adaptações em tempo de carga (load time). A técnica BCA 
realiza os dois tipos de adaptação, ao contrário da técnica Refiective Wrappers, que realiza 
apenas adaptações de comportamento. Porém, a técnica BCA necessita da modificação 
da JVM, não atendendo uma das características principais da linguagem Java, que é a 
portabilidade. A técnica Refiective Wrappers realiza adaptações através de técnicas de re-
flexão computacional. O mecanismo proposto utiliza-se de uma arquitetura reflexiva que 
não necessita de modificação na JVM e que permite apenas a reflexão comportamental. 
Uma solução melhor seria a utilização de arquiteturas reflexivas que suportassem tanto 
a reflexão comportamental, para a realização de adaptações de comportamento, quanto 
reflexão estrutural, para a realização de adaptações sintáticas, sem que a característica de 
portabilidade de Java seja perdida. O Capítulo seguinte realiza um estudo sobre reflexão 
computacional e seu relacionamento com a orientação a objetos, principalmente com a 
linguagem Java. 
3.6 Resumo 
Para que o desenvolvimento de software baseado em componentes se sobressaia, torna-
se necessária a definição de técnicas de adaptação que facilitem a reutilização desses 
componentes em diferentes contextos. Essa necessidade ocorre devido às características 
dos componentes que normalmente são fornecidos sem o código fonte e construídos sem 
prever todas os possíveis contextos de utilização. Este Capítulo apresentou o problema da 
adaptação de componentes, suas características e tipos de adaptação. Foram mostradas 
também algumas propriedades que as técnicas de adaptação podem apresentar. Diversas 
técnicas de adaptação foram descritas e uma comparação entre elas foi realizada. Pode-se 
constatar a necessidade de uma técnica que realize adaptações de maneira transparente e 
que não necessite de mecanismos embutidos previamente no componente a ser adaptado. 
Finalmente, verificou-se que a reflexão computacional pode ser utilizada a fim de prover 
essas características. Um estudo sobre reflexão computacional é apresentado no Capítulo 
seguinte. 
Capítulo 4 
Reflexão Computacional em Java 
No passado, as aplicações de software realizavam tarefas bem definidas em um domínio 
computacional limitado, porém, o estilo e a arquitetura das aplicações modernas evoluiu. 
As aplicações que usualmente eram centralizadas, baseadas em maínframes e com redes 
de comunicação proprietárias, passaram a ser distribuídas e acessadas remotamente sobre 
intranets e pela Internet. Dessa forma, as aplicações modernas passaram a tratar de 
questões mais complexas, como por exemplo, distribuição, tolerância a falhas, persistência 
e mobilidade, que denotam as propriedades não-funcionais de um sistema. 
Atualmente os conceitos de orientação a objetos estão muito bem estabelecidos e di-
fundidos. O modelo de objetos apresenta-se como um modelo promissor para o desenvol-
vimento de software mais confiável devido a características inerentes ao próprio modelo 
de objetos, tais como, abstração de dados, encapsulamento, herança e polimorfismo [92]. 
A análise e o projeto de sistemas, realizados com os conceitos de orientação a objetos, per-
mitem o gerenciamento da complexidade do sistema dividindo-o em pequenas partes que 
podem ser combinadas. Porém, as técnicas orientadas a objetos possuem limitações em 
representar separadamente as propriedades funcionais e não-funcionais de um sistema [58]. 
As aplicações modernas necessitam de suporte para se adequarem a novas demandas 
funcionais e não-funcionais que o contexto na qual atuam irá impor. Modelos tradicionais 
para o desenvolvimento de software não oferecem as facilidades necessárias para a pro-
dução de aplicações que se adequem de forma natural a novos requisitos. Normalmente, 
as aplicações são estáticas e foram produzidas com um código complicado que envolve 
diversos aspectos de maneira entrelaçada [58, 57], dificultando a tarefa de reutilização 
dessas aplicações. Portanto, necessita-se de novas tecnologias que facilitem a concepção 
de aplicações modernas. Essas tecnologias devem considerar que todas as aplicações po-
dem evoluir dinamicamente em suas propriedades funcionais, não-funcionais e até mesmo 
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em sua estrutura. Para tanto, torna-se necessário que a aplicação possa observar e ajustar 
seu próprio comportamento. Muitas soluções estão sendo propostas a fim de solucionar 
esses problemas (Seção 4.3). 
A reflexão computacional é uma dessas soluções, que juntamente com paradigma de 
orientação a objetos, permite construir aplicações mais estruturadas e de fácil manutenção, 
aumentando também a produtividade do processo de desenvolvimento de software [74, 56]. 
O desenvolvimento de componentes de software pode ser feito utilizando-se técnicas de 
orientação a objetos. Como visto na Seção 2.5 , componentes só são manipuláveis através 
de suas instâncias. Em orientação a objetos, isso implica na manipulação de objetos 
e de classes implementadas. Dessa forma, pode-se utilizar reflexão computacional em 
componentes de software que foram implementados utilizando o paradigma de orientação 
a objetos. 
Este capítulo descreve os conceitos de reflexão computacional e sua relação com o 
conceito de orientação a objetos, mais especificamente com a linguagem de programação 
Java [80]. 
Java foi escolhida por ser uma linguagem que vem sendo amplamente utilizada na 
indústria e no meio acadêmico. Uma característica marcante de Java é a sua portabilidade. 
Um programa em Java é compilado para o byte-code, uma representação próxima as 
instruções de máquina e é executado por uma máquina virtual, denominada JVM (Java 
Virtual Machine). Dessa forma, Java é uma linguagem portável, onde o byte-code gerado 
pode ser executado em diferentes plataformas que dão suporte a uma JVM. 
Adicionalmente, Java possui algumas propriedades reflexivas, como a possibilidade de 
representar classes, métodos e atributos na forma de objetos. Inúmeros trabalhos foram 
realizados na adição de características de reflexão computacional em Java (Seção 4.2). 
A Seção 4.1 mostra os conceitos e características de reflexão computacional em ori-
entação a objetos. O relacionamento da linguagem Java com reflexão computacional é 
descrito na Seção 4.2. Seção 4.3 cita técnicas que procuram solucionar os mesmos pro-
blemas que a reflexão computacional pretende resolver, como a separação de interesses. 
Finalmente a Seção 4.4 aponta algumas conclusões sobre reflexão computacional e seu 
relacionamento com a linguagem Java. 
4.1 Reflexão Computacional e Orientação a Objetos 
Em 1982, Brian Smith [98] defendeu a Hipótese da Representação do Conhecimento, na 
qual o componente de um sistema inteligente é formado por um conjunto de estruturas 
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de dados que podem ser interpretados como sentenças que representam o que este sis-
tema conhece. Baseado nessa hipótese, Smith criou a Hipótese de Reflexão, que prega 
a construção de sistemas que tenham conhecimento acerca de si mesmo. Segundo sua 
hipótese, com reflexão computacional, um programa pode acessar, realizar computações 
e alterar sua própria computação. A intenção é permitir que os sistemas computacionais 
possam realizar alguma computação em benefício próprio, podendo modificar ou ajustar 
sua própria estrutura ou comportamento. 
Este conceito foi implementado inicialmente em linguagens baseadas em procedimen-
tos, baseadas em regras e baseadas em lógica. Atualmente, a reflexão computacional 
possui um significado mais diretamente relacionado com o modelo de objetos. 
O conceito de reflexão computacional no modelo de objetos foi introduzido por Pattie 
Maes em 1987 [74]. Segundo Maes, reflexão computacional é a atividade realizada por 
um sistema computacional quando faz computações sobre, e possivelmente afetando, suas 
próprias computações [7 4]. 
A reflexão computacional permite tornar disponível para manipulação, a implemen-
tação de uma linguagem, sem revelar detalhes de implementação desnecessários e sem 
comprometer a portabilidade. Porém, a idéia de reflexão não prevê como essa manipu-
lação possa ser feita de maneira flexível, incrementai e estruturada. Essas deficiências 
podem ser supridas com a inclusão de técnicas de orientação a objetos. Dessa forma, 
a implementação e o comportamento de linguagens e sistemas computacionais podem 
ser manipulados de modo estruturado e incrementai. A união de reflexão e orientação a 
objetos leva a uma nova arquitetura, a arquitetura reflexiva (Seção 4.1.1). 
Nesta seção serão abordados os conceitos de protocolo de metaobjetos e os tipos e 
modelos de reflexão computacional relacionados com o modelo de objetos. 
4.1.1 Arquitetura Reflexiva 
A reflexão define uma arquitetura de software composta por níveis, denominada de arqui-
tetura reflexiva. A arquitetura reflexiva é formada por um meta-nível onde se encontram 
dados e ações a serem realizados sobre um sistema alvo, localizado no nível-base, como 
mostrado na Figura 4.1. O nível-base compreende todos os elementos do sistema que 
implementam as funcionalidades de uma aplicação, da forma como foram definidas em 
sua especificação. O meta-nível contém uma auto-representação do sistema, que permite 
obter informações sobre os aspectos estruturais e comportamentais do próprio sistema. 
As informações são passadas para o meta-nível através de um processo chamado de ma-
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terialização (reification). Materialização é a ação realizada para tornar acessível algo que 
normalmente não está disponível no modelo de programação. No modelo de objetos a 
representação de classes, métodos, atributos, objetos e ações realizadas no nível-base são 
materializadas como objetos manipuláveis no meta-nível. Os objetos do meta-nível lidam 
com o processamento dessa auto-representação e o gerenciamento do sistema alvo. 






Figura 4.1: Arquitetura Reflexiva 
Meta-nível 
Nível-base 
Baseado nas informações contidas no meta-nível, o sistema pode interferir ( reflect) em 
suas próprias computações, através de uma política de conexão causal entre os níveis. 
Nesta política, qualquer computação realizada em um dos níveis pode interferir nas com-
putações do outro nível. Outra característica da arquitetura reflexiva é de que o meta-
nível pode possuir um meta-meta-nível, e assim consecutivamente, formando uma torre 
de reflexão. 
Quando uma arquitetura reflexiva é criada, algumas questões devem ser respondidas, 
como por exemplo: 
• Quais entidades do nível-base devem ser materializadas em algo que pode sofrer ma-
nipulação no meta-nível? Isto define o tipo de reflexão a ser realizada (Seção 4.1.3). 
• Como é implementado o relacionamento entre os níveis? Dependendo do relaciona-
mento especificado pode-se definir diferentes modelos de reflexão (Seção 4.1.4). 
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• Quando o sistema se conecta ao meta-nível? Deve-se definir a partir de qual mo-
mento a ligação entre os níveis é efetivada (Seção 4.1.5). 
Essas questões podem ser definidas por um conjunto de regras e de sintaxe que repre-
senta uma interface entre o nível-base e o meta-nível. Esse protocolo é denominado de 
Protocolo de Metaobjetos (MOP -Meta-Object Protocol) (Seção 4.1.2). 
4.1.2 Protocolo de Metaobjetos 
Um protocolo de metaobjetos é uma interface, orientada a objetos, fornecida aos pro-
gramadores a fim de customizarem o comportamento e a implementação de linguagens 
de programação e de outros sistemas computacionais. Um protocolo de metaobjetos foi 
inicialmente proposto por Kiczales que definiu-o como sendo uma interface suplementar 
às linguagens de programação que permite aos seus usuários modificar incrementalmen-
te a implementação e o comportamento da linguagem [56]. Linguagens que incorporam 
MOPs diminuem as diferenças entre o desenvolvedor da linguagem e o usuário da lingua-
gem. Tradicionalmente, os desenvolvedores de linguagens procuram construir linguagens 
com comportamentos bem definidos e fixos. Dessa forma, os usuários dessas linguagens 
são obrigados a tratá-las como abstrações caixa-preta, e toda a flexibilidade necessária 
deve vir das construções definidas sobre essas linguagens. Conseqüentemente, o projeto 
de linguagens de programação é visto como uma tarefa difícil e altamente especializada. 
Isso inibe a maioria dos usuários de projetarem linguagens que sirvam melhor às suas 
necessidades. Adicionalmente, existe a noção de que o projeto de uma linguagem deve ser 
rígido a fim de dar suporte a implementações portáveis e compiladores mais eficientes. 
Em contraste, a técnica de protocolo de metaobjetos é baseada na idéia de que se 
pode quebrar a rigidez das linguagens (open languages up), permitindo a seus usuários 
ajustar o projeto e a implementação das linguagens para que satisfaçam suas necessidades 
particulares. Em outras palavras, os usuários podem participar do projeto da linguagem. 
Se a técnica de protocolos de metaobjetos for utilizada apropriadamente a quebra na 
rigidez do projeto da linguagem, não compromete a portabilidade nem a eficiência [56]. 
Em uma linguagem que possui um MOP, a sua própria implementação é estruturada 
como um programa orientado a objetos. Isto permite que as técnicas de programação ori-
entadas a objetos sejam empregadas para tornar a implementação da linguagem ajustável 
e flexível. 
Recentemente, a técnica de protocolos de metaobjetos vem sendo empregada em outros 
sistemas computacionais, além das linguagens de programação. Muitos sistemas possuem 
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interfaces que funcionam como MOPs. Isto acabou levando ao conceito de implementações 
abertas ( Open Implementations) [58]. 
4.1.3 Tipos de Reflexão 
Com a arquitetura reflexiva, diferentes aspectos do sistema localizado no nível base podem 
ser materializados e manipulados no meta-nível. Com a utilização de reflexão computa-
cional, pode-se modificar tanto aspectos estruturais quanto aspectos comportamentais de 
um sistema. Dessa maneira, existem os seguintes tipos de reflexão [33, 70, 20]: 
• Introspecção: É o processo de obtenção de informações sobre a estrutura de um 
sistema, como por exemplo, informações sobre os atributos e métodos de uma clas-
se. Os outros dois tipos de reflexão utilizam introspecção na materialização das 
informações necessárias. 
• Reflexão estrutural: É a capacidade de obter e alterar a estrutura de dados de um 
sistema, que foi fixada estaticamente em tempo de compilação. A reflexão estrutural 
permite modificar a estrutura de um sistema, como por exemplo, alterar a definição 
de uma classe e inserir novos métodos e atributos em uma classe. 
• Reflexão comportamental: É a capacidade de obter informações e realizar trans-
formações sobre o comportamento dos elementos do nível-base. Isso permite que o 
comportamento das funções básicas de um sistema sejam monitorados e controlados 
no meta-nível. Operações como invocações de métodos podem ser interceptados e 
desviados para o meta-nível. O meta-nível pode acrescentar alguma computação e 
reencaminhar, ou não, a operação ao nível-base. 
Na reflexão comportamental realizada por interceptação de mensagens, a propriedade 
de encapsulamento é mantida, pois a estrutura interna de um objeto permanece intacta 
e apenas aspectos de seu comportamento são manipulados. Já na reflexão estrutural 
existe a quebra do encapsulamento do objeto, uma vez que pode substituir seus métodos 
e alterar a classe de uma instância já existente. 
4.1.4 Modelos de Reflexão 
Existem diferentes modelos de reflexão que diferenciam-se sobre como os elementos es-
truturais ou comportamentais do nível-base são representados no meta-nível. Ferber [33] 
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realizou uma primeira classificação desses modelos, dividindo-os entre modelo de meta-
classe, modelo de metaobjeto e modelo de materialização de mensagens. Posteriormente 
ao trabalho de Ferber, Cazzola propôs o modelo de materialização de canais [107, 17]. 
Esses modelos são descritos a seguir. 
Modelo de MetaClasse 
Atualmente, na maioria das linguagens de programação orientadas a objetos, classes são 
tratadas como elementos geradores que criam e inicializam as suas instâncias (i.e. obje-
tos). Dessa forma, as classes não são objetos porque elas próprias não são instâncias de 
classes. Porém, linguagens puramente orientadas a objetos, como Smaltalk[ [23], possuem 
dois tipos de elementos geradores em seus modelos de objetos: (i) metaclasses, que geram 
classes, e (ii) classes que geram instâncias terminais (objetos), como está apresentado na 
Figura 4.2. Conseqüentemente, todas as entidades, em tais linguagens de programação, 
são objetos, inclusive as classes. Uma metaclasse é uma classe que descreve outra clas-
se, fazendo com que suas instâncias sejam classes. Dessa forma, as informações globais 
relativas a todos os objetos de uma classe podem ser armazenadas nos atributos de 
classe. Já os métodos associados com a metaclasse, chamados de métodos de classe, 
são utilizados para recuperar e atualizar os valores dos atributos de classe. 
«metaclass» 
MetaCiasse ctass 
atributos de classe 
< 
métodos de classe 
ccinstanceOf•• atributos de objetos ••instanceOf>> 
----------- ~-----------i obieto· Class I 
1-::m::-:é:;:to~do::s:-:d;::e-::o;:-;bje::t::os=----1 
Figura 4.2: Relacionamento entre metaclasses, classes e objetos 
Algumas linguagens, como Java, não dão apoio direto para a abordagem de metaclasses 
como implementada em Smalltalk. Java realiza a fusão do conceito de metaclasse com o 
de classe, através da palavra reservada static (ver Figura 4.3). Se um atributo em Java for 
definido como static, este atributo é um atributo de classe, e se um método for definido 
como static, este método é um método de classe. 
No modelo de metaclasses, uma classe é obtida por instanciação de uma metaclasse, 
então uma classe é tratada como um objeto. Dessa forma, a instância de uma metaclas-
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Figura 4.3: Metaclasses em Java 
do nível-base que são criados a partir da classe que está associada a metaclasse (Ver 
Figura 4.4). Os elementos do meta-nível são chamados de metaclasses. 
Este modelo implementa facilmente a reflexão estrutural, já que as metaclasses podem 
servir como controladores e modificadores das informações estruturais que eles mantém. 
A reflexão estrutural de uma classe é toda atividade realizada em uma metaclasse, com o 
objetivo de obter informações e realizar transformações sobre a estrutura estática da classe. 
Essas transformações irão alterar as instâncias da classe, ou seja os objetos terminais. 
Porém, qualquer instância de uma determinada classe possui a mesma metaclasse, isso 
significa que todas as instâncias terão o mesmo comportamento. Dessa forma, o modelo 
possui algumas limitações em termos de flexibilidade, pois os objetos de uma mesma 
classe não podem ter metaclasses diferentes, impossibilitando a monitorização individual 
de objetos e o armazenamento de informações específicas. O modelo de metaclasses é 
implementado diretamente por linguagens que tratam classes como objetos, como por 
exemplo, Smalltalk [23] e ObjVLisp [22]. 
Modelo de Metaobjeto 
Neste modelo, ao invés de associar um objeto do meta-nível com a classe dos objetos de 
nível-base, os objetos do meta-nível são instâncias diretas ou não de uma classe especial 
denominada de MetaObject (ver Figura 4.5). Dessa forma, o meta-nível é formado por 
metaobjetos. Cada um desses metaobjetos é então conectado a um objeto do nível-base, 
chamado referente. Cada metaobjeto intercepta as mensagens enviadas ao seu referente 
podendo realizar computações antes e depois de entregá-las ao seu referente, ficando 
responsável pelo envio da resposta. Ao contrário do modelo anterior, os metaobjetos 
possuem apenas informações operacionais e de controle sobre o seu referente, deixando as 
informações estruturais a cargo da classe de seu referente. 
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Figura 4.4: Modelo de metaclasse 
Nessa abordagem existe uma separação clara entre o nível-base e o meta-nível e a 
possibilidade de monitorização por objetos. Essa abordagem é mais flexível que a anterior, 
pois cada objeto do nível-base pode ter um ou mais metaobjetos diferentes associados a 
ele. Além disso, é possível definir diferentes maneiras de se manipular as mensagens, 
levando a comportamentos diferentes, através da especialização da classe Meta-Object. 
MetaObjeto 
·) atributos de objeto 
., 
' 
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mensagem 
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· · «IOStanceOf» 
Nível-base 
métodos de objetos 
Figura 4.5: Modelo de metaobjeto 
Modelo de Materialização de Mensagens 
Neste modelo, cada mensagem enviada no nível-base é materializada como uma instância 
direta ou não de uma classe especial denominada Message. O meta-nível é formado por ob-
jetos que representam mensagens, denominados de message. Cada message é responsável 
pelo seu próprio gerenciamento, de acordo com o tipo de comportamento requisitado. 
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Similarmente ao modelo de metaobjetos, também é possível especificar diferentes com-
portamentos, especificando diferentes tipos de mensagens, através da especialização da 
classe Message. Uma message não é relacionada com os objetos base e portanto não pode 
acessar suas informações estruturais. Assim, não existe uma ligação de uma message com 
os objetos do nível-base envolvidos na mensagem, impossibilitando a monitorização e a 
representação de informações específicas. Este modelo, apesar de ser o mais flexível, é o 
mais ineficiente, pois toda mensagem será interceptada pelo meta-nível. Além disso, o 
objeto de meta-nível que representa a mensagem é destruído logo após a finalização de 
suas ações. 
Modelo de Materialização de Canais 
O modelo de materialização de canais é uma extensão do modelo de materialização de 
mensagens. Este modelo é baseado na seguinte idéia: a chamada de um método é consi-
derada como uma mensagem enviada através de um canal lógico, estabelecido entre um 
objeto que requer um serviço (requisitante) e um objeto que fornece o serviço (servidor). 
Este canal lógico é materializado em um metaobjeto chamado channel, que é instância de 
uma classe Channel. Um channel é caracterizado por uma tripla composta pelos objetos 
que ele conecta e pelo tipo do canal. Como os objetos participantes do canal também são 
materializados, este modelo também pode realizar introspecção. O tipo do canal é quem 
irá determinar o seu comportamento diante da invocação de uma mensagem. Vários ca-
nais, com tipos diferentes, podem ser definidos entre dois objetos. O canal é criado apenas 
uma vez e persiste até que um dos objetos que o ligam seja destruído. 
4.1.5 Tempo de ligação 
Uma arquitetura reflexiva também pode ser diferenciada através do tempo no qual a 
ligação entre os níveis é provida. Deve-se determinar quando a ligação entre o meta-nível 
e o nível-base é concretizada. 
Tempo de compilação 
Durante o processo de compilação do sistema alvo, localizado no nível-base, a compilação 
de certas expressões da linguagem é controlada por um programa do meta-nível que mo-
difica o processo de compilação [105, 104]. Os pontos de desvio são definidos no programa 
do meta-nível e inseridos no programa resultante da compilação. Após a compilação, ob-
jetos do nível-base e objetos do meta-nível são ligados no mesmo código executável, não 
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existindo a necessidade de um sistema executivo, que monitore a execução do programa 
para dar suporte às computações do meta-nível. Conseqüentemente, o overhead com o 
tempo de execução do programa é menor, pois os pontos de desvio já foram inseridos 
estaticamente. 
Tempo de carga 
A ligação dos níveis acontece quando um programa está sendo carregado antes que ele 
esteja executando [21, 19]. Neste tipo de reflexão o overhead existe apenas no tempo de 
inicialização da aplicação. O mecanismo de reflexão em tempo de carga é estático da 
mesma maneira como é em tempo de compilação, no sentido de que as relações entre 
objetos base e objetos do meta-nível não podem ser alteradas durante a execução. 
Tempo de execução 
A reflexão em tempo de execução permite que as relações entre objetos base e objetos do 
meta-nível sejam estabelecidas durante a execução do programa. A execução do programa 
no nível-base é modificada de acordo com as especificações do programa no meta-nível 
em tempo de execução. Nessa abordagem normalmente utiliza-se o suporte de um sis-
tema executivo ou interpretador que gerencia a instanciação de objetos do nível-base e 
do meta-nível [86]. Esse suporte também é necessário para que eventos do nível-base, 
como invocações de métodos, sejam interceptados e repassados para o meta-nível. Con-
seqüentemente, este tipo de ligação apresenta um maior overhead do que os tipos descritos 
anteriormente. 
4.2 Arquiteturas Reflexivas para Java 
Java é uma linguagem de programação que oferece algum suporte à reflexão. Porém, 
esse suporte é basicamente restrito à introspecção, que é a capacidade da obtenção de 
informações sobre estruturas de dados utilizadas em um programa, como uma classe ou 
objeto. Essa capacidade é fornecida através da Java Refiection AP I, incluída na linguagem 
a partir do JDK 1.1. 
O modelo da Java Virtual Machine (JVM) determina que todas as classes e interfaces 
utilizadas em um programa sejam objetos do tipo java.lang.Ciass. Dessa forma, objetos 
do tipo Class são criados automaticamente sempre que novas classes são carregadas na 
JVM para serem executadas. Esses objetos mantêm informações sobre a classe, como seu 
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nome, sua super-classe e seus atributos e métodos. Essas informações são retornadas como 
objetos dos tipos Field, Method e Constructor, que fazem parte do pacote java.lang.reflect. 
Além de permitir que um programa obtenha informações sobre os membros de uma clas-
se, o pacote java.lang.reflect também permite que o programa manipule esses atributos 
e métodos. A classe Field, por exemplo, possui métodos para consultar e atribuir valo-
res aos atributos de qualquer tipo de objeto. A classe Method define um método que 
permite invocar o método que um objeto dessa classe está representando. Já a classe 
Constructor define métodos que permitem criar novos objetos e invocar o construtor que 
está representando. 
Até a versão 1.3, Java não implementava a reflexão comportamental, pois não era 
possível realizar a interceptação de operações realizadas no programa, como chamadas de 
métodos, acesso aos atributos e criação de objetos. Assim, o meta-nível não conseguia 
obter informações dinâmicas, como por exemplo, os argumentos inseridos em uma cha-
mada de método sendo executada. Porém, a API de reflexão de Java foi estendida na 
versão 1.3 [79) para permitir a inclusão parcial de reflexão comportamental. Essa reflexão 
é limitada, permitindo apenas a criação de proxys dinâmicos. Dessa forma, um objeto 
cliente pode criar um proxy dinâmico para o objeto servidor ao qual enviará mensagens. 
Instâncias da classe Proxy são criadas dinamicamente e implementam uma lista de in-
terfaces especificadas em tempo de execução. As interfaces contidas nessa lista são as 
interfaces implementadas pela classe do objeto servidor. Assim, qualquer requisição de 
uma operação que esteja definida em alguma interface do objeto servidor, será desviada 
para um outro objeto, que implementa a interface lnvocationHandler. Este último pode 
realizar alguma computação antes e depois da invocação do método original implemen-
tado pelo objeto servidor (Ver Figura 4.6). Esta solução não é transparente pois deve-se 
definir explicitamente, no código fonte, o proxy de um objeto servidor a ser utilizado como 
o intermediário das invocações feitas a esse objeto. 
A fim de eliminar essas limitações da Java Refiection API, inúmeras extensões foram 
propostas. Essas extensões devem levar em consideração o ciclo de vida que uma classe 
em Java possui (ver Figura 4.7). O ciclo de vida de uma classe em Java é o seguinte: 
a classe é especificada com um código de alto nível (código fonte), e então é compila-
da em uma representação próxima às instruções de máquina, denominada de byte-code, 
que é reconhecida por uma máquina virtual (JVM). Após a compilação o byte-code que 
representa a classe aguarda a sua invocação pela JVM. Quando ocorre a invocação, o 
byte-code é carregado na JVM por um carregador de classes (class loader), a fim de que 
ele seja executado. A execução, neste ponto, é um processo de interpretação realizado 
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pela JVM. O byte-code ainda pode ser compilado por um compilador JIT (Just In-Time) 
que o traduz para um código de máquina específico da plataforma onde será executado, 
garantindo uma maior eficiência durante a execução. 
Dessa forma, as extensões para Java se diferenciam quanto ao momento no ciclo de 
vida de uma classe na qual as capacidades reflexivas são adicionadas, ou seja, quando os 
pontos de interceptação para o meta-nível são inseridos. Pode-se manipular o código fonte 
e o byte-code, bem corno o processo de compilação, de carga, de execução (interpretação 
da JVM) ou o processo de compilação realizada por um compilador JIT. 
A Tabela 4.1 descreve as características de algumas dessas extensões. São descritos os 
seguintes items: 
• Manipulação. Descreve o que a extensão deve possuir ou onde deve atuar, a fim 
de inserir as capacidades reflexivas. 
• Mecanismo. Cita o mecanismo, utilizado pela extensão, através do qual a inserção 
das capacidades reflexivas é realizada. 
• Capacidade. Descreve quais são os tipos de reflexão que a extensão pode imple-
mentar. 
• Restrições. Apresenta algumas restrições da extensão quanto ao acesso ao código 










Figura 4.7: Ciclo de vida de uma classe em Java 
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De acordo com a Tabela 4.1, o pacote reflexivo de Java (Java Reftection API), tem 
a capacidade de realizar introspecção e reflexão comportamental, porém requer acesso 
ao código fonte para a inserção das operações da API, deixando o código complicado, 
pois não existe a diferenciação entre as atividades do meta-nível e do nível-base. Outro 
exemplo de arquitetura que realiza a manipulação do código fonte é o OpenJava [105, 
104]. O OpenJava necessita do código fonte pois realiza reflexão estrutural em tempo de 
compilação. OpenJava possui um MOP e um pré-processador que servem para realizar 
a extensão da linguagem Java. As extensões estão descritas em um programa de meta-
níveL Estes programas de meta-nível incluem as metaclasses que serão associadas às 
classes da aplicação base. As classes do nível-base devem especificar a associação com 
as meta-classes através da primitiva instantiate, definida pelo MOP. Durante o processo 
de compilação, ocorre um pré-processamento do código fonte, resultando na alteração do 
código fonte de acordo com a descrição do programa de meta-nível. Finalmente o código 
resultante é compilado por um compilador Java. 
As outras extensões reflexivas para Java serão discutidas a seguir. Essas extensões 
estão sendo estudadas no contexto de desenvolvimento baseado em componentes, pois 
apresentam características que permitem a inclusão de reflexão computacional em com-
ponentes de software construídos em Java, sem a necessidade de acesso ao código fonte. 
Essa característica é importante para o desenvolvimento de software baseado em compo-
nentes, especialmente com relação à adaptação de componentes. 
4.2.1 OpenJIT 
O OpenJIT [84] é um compilador JIT que realiza a inclusão de pontos de interceptação 
durante a compilação do byte-code para código máquina (código nativo). Dessa forma, 
pode-se explorar otimizações mais eficientes para plataformas específicas, ou otimizações 
específicas para um determinado domínio de aplicação. OpenJIT implementa reflexão 
comportamental, através da instrumentação do corpo de um método, mas não comporta 
reflexão estrutural, pois não permite a adição de um novo método ou atributo. Suas 
características reflexivas são realizadas através da modificação do compilador JIT, o que 
diminui a sua portabilidade. 
4.2.2 Javassist 
Javassist [21, 19] apresenta uma biblioteca de classes que visa a extensão da API de re-
flexão de Java. Ao contrário de outras extensões, como o Guaraná e o Kava, esta biblioteca 
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Extensão Manipulação Mecanismo Capacidade Restrições 
Java Reflective código fonte pacote de Java introspecção; r e- requer acesso ao 
API flexão código fonte; 
comportamental pouco apoio pa-
r a reflexão 
comportamental 
OpenJava código fonte e pré-processador introspecção; requer acesso ao 
processo de com- reflexão estrutu- código fonte 
pilação ral; reflexão 
comportamental 
OpenJIT byte-code e pro- compilador JIT introspecção; re- baixa portabili-
cesso de compi- modificado flexão dade; falta de 
!ação JIT comportamental suporte para re-
flexão estrutural 
Javassist byte-code e pro- biblioteca de introspecção; pouco apoio pa-
cesso de carga classes reflexão estrutu- r a reflexão 
r ai; reflexão comportamental 
comportamental 
Dalang byte-code e pro- wrapper reflexivo introspecção; re- deficiências Im-
cesso de carga a nível de elas- flexão postas pela 
ses, class loader comportamental técnica de wrap-
reflexivo ping; falta de su-
porte para r e-
flexão estrutural 
Kava byte-code e pro- wrapperreflexivo introspecção; re- falta de supor-
cesso de carga a nível de byte- flexão te para reflexão 
code, class Zoa- comportamental estrutural 
der reflexivo 
Guaraná código fonte e JVM modificada introspecção; re- baixa portabili-
processo de exe- flexão dade; falta de 
cução comportamental suporte para re-
flexão estrutural 
Tabela 4.1: Extensões reflexivas para Java. 
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fornece classes que permitem implementar reflexão estrutural em Java. Porém, Javassist 
também apresenta uma extensão que permite implementar reflexão comportamental. 
Javassist define uma arquitetura que pode ser implementada sem modificar a JVM 
ou compilador. Uma característica importante dessa arquitetura é que a reflexão es-
trutural é realizada através da transformação de byte-codes, que pode ser feita com um 
pré-processador de byte-codes ou em tempo de carga. Dessa forma, a reflexão estrutural só 
pode ser implementada antes que a classe seja carregada na JVM. Para realizar a reflexão 
estrutural, deve-se criar uma instância de CtCiass que representa uma determinada classe. 
A partir dessa representação, Javassist fornece métodos para realizar introspecção e para 
modificar a estrutura das classes, como adicionar um novo método ou atributo. 
Como o J avassist trabalha a nível de byte- code, não é necessário possuir o código fonte 
das classes. Apesar de trabalhar a nível de byte-codes, o Javassist possui uma abstração 
de alto nível, podendo modificar uma classe tendo conhecimento apenas de sua interface. 
Isto não ocorre com outros tradutores de byte-code, como o JOIE e a JavaClass API, que 
possuem uma abstração a nível de byte-code [21]. 
4.2.3 Dalang 
Dalang [112, 110] foi desenvolvido com base na técnica de wrappers ao nível de classes, no 
intuito de realizar a interceptação de invocações de métodos às instâncias dessas classes. 
Duas características importantes de Dalang são a de que não requer acesso ao código fonte 
da classe, pois trabalha a nível de byte-code, e de que pode ser utilizado em uma plata-
forma Java padrão. O mecanismo de Dalang permite realizar reflexão comportamental 
de maneira estática ou dinâmica, este último através da interceptação do carregamento 
da classe em tempo de execução. Para implementar a reflexão de maneira dinâmica, a 
aplicação do nível-base deve utilizar um carregador de classes reflexivo (RefletiveCiasslo-
ader) que é responsável pela transformação das classes à medida que são carregadas na 
JVM. O carregador de classes reflexivo utiliza um arquivo de configuração (Meta Config 
File) que determina quais metaobjetos devem ser associados às instâncias das classes da 
aplicação base, podendo definir quais métodos devem ser interceptados. Durante o tempo 
de carga, o código fonte do wrapper, também chamado de wrapper metaobject, é gerado e 
compilado dinamicamente. O wrapper gerado é então trocado pela classe que representa 
o objeto base em uma arquitetura reflexiva, através da troca de nomes. Assim, o wrapper 
atua como o objeto base e ainda faz invocações à classe original. O emprego da técnica 
de wrapping implica em algumas desvantagens como descrito por Hõlzle [48]. 
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4.2.4 Kava 
Kava [113] baseia-se na transformação de byte-codes e é considerada uma evolução do 
Dalang. Como citado na seção anterior, Dalang apresenta alguns problemas conseqüentes 
da utilização da técnica de wrapping. Kava elimina esses problemas, utilizando transfor-
mação de byte-codes, através da inserção dos pontos de interceptação na própria classe 
(objeto base). Assim, o conceito de class wrapper desaparece para dar lugar ao conceito 
de instruction wrappers, que atuam sobre as instruções em byte-code. 
Com esse novo conceito, mais pontos de interceptação podem ser inseridos. Pode-
se interceptar tanto a saída e resposta de invocação do lado cliente quanto a chegada e 
resposta de uma invocação em um servidor. Além disso, é possível interceptar o acesso 
e modificação de atributos dos objetos do nível-base. Kava também utiliza um arquivo 
de configuração e um carregador de classes que realizam a ligação entre o nível-base e o 
meta-nível. A manipulação do byte-code é realizado com o aUXIlio da ferramenta JOIE. 
4.2.5 Guaraná 
Guaraná [86, 87] realiza reflexão comportamental através de seu kemel reflexivo (JVM 
Modificada). A interceptação é feita pelo kernel, que verifica, durante uma invocação ou 
resposta, se o objeto alvo possui um metaobjeto associado, e então passa o controle para 
esse metaobjeto. 
Pode-se associar zero ou um metaobjeto a cada objeto localizado no nível-base. Se o 
objeto no nível-base for uma classe, o metaobjeto associado atua como uma metaclasse, 
interceptando todas as operações relacionadas com a classe em questão, como a criação 
de novas instâncias. 
O MOP do Guaraná permite a reutilização de código do meta-nível através da com-
posição de metaobjetos. Na arquitetura do Guaraná, um metaobjeto pode ser associado 
dinamicamente a um objeto. Esse metaobjeto pode ser de um tipo especial denominado 
de composer. Um composer define regras de interação entre diferentes metaobjetos. Co-
mo um composer é um tipo de metaobjeto, eles também podem ser compostos, levando à 
construção de meta-configurações complexas. 
A arquitetura do Guaraná foi utilizada em muitos trabalhos relacionados com a adição 
de características não-funcionais, no processo de desenvolvimento de sistemas, como to-
lerância a falhas, segurança e persistência [10, 35, 36, 38]. 
A arquitetura reflexiva do Guaraná foi implementada através da modificação de uma 
JVM de código aberto (Kaffe Open VM), o que diminui sua portabilidade. A sua vantagem 
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é de que não requer modificações na especificação da linguagem Java. 
4.3 Trabalhos Relacionados 
Existem várias maneiras de se implementar a separação de interesses (separation of con-
cems ). A reflexão computacional é uma dessas alternativas. A separação de interesses 
é um novo paradigma em engenharia de software que pretende lidar com a crescente de-
manda de novos interesses ou questões de propósito especial das aplicações modernas [72]. 
Esses interesses normalmente estão relacionados com as características não-funcionais de 
um sistema. A separação de interesses procura diminuir as dependências entre esses in-
teresses desde o nível conceitual até o nível de implementação e manutenção. Entre os 
benefícios advindos desse paradigma estão a redução da complexidade do sistema e o 
aumento da flexibilidade e reutilização. Esta seção apresenta algumas técnicas que, como 
a reflexão computacional, visam a separação de interesses e a conseqüente melhoria no 
processo de desenvolvimento de software. 
4.3.1 Aspect-Oriented Programming 
As técnicas de programação orientada a objetos e procedural são insuficientes para captu-
rar claramente algumas das principais decisões de projeto que um programa deve imple-
mentar [57, 1]. Conseqüentemente, as implementações dessas decisões de projeto tendem 
a espalhar-se por todo o código. Isto resulta em um emaranhado de código difícil de 
desenvolver e dar manutenção. Kiczales [57] denominou como aspectos, as questões ou 
interesses que essas decisões de projeto abordam. Alguns exemplos de aspectos podem 
ser estratégias para tratamento de erros, políticas de sincronização e compartilhamento 
de recursos. Baseada nessa perspectiva, a técnica de programação orientada a aspectos 
(AOP) permite expressar claramente programas que envolvem tais aspectos. Os aspectos 
podem até mesmo ser descritos em linguagens diferentes. Esta técnica dá suporte para 
o isolamento, composição e reutilização do código que implementa os aspectos [66]. Para 
construir um programa a partir de diferentes aspectos é necessário um entrelaçador de 
aspectos (Aspect Weaver) que é responsável pela construção da aplicação final. Para que 
a técnica seja utilizada, torna-se necessário o suporte de uma linguagem de programação 
que especifique os aspectos e os joint points nos quais os aspectos devem atuar. AspectJ 
é uma extensão orientada a aspectos de propósito geral para a linguagem Java [59]. Com 
AspectJ, os aspectos podem ser facilmente inseridos ou retirados das aplicações, pois não 
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requer a modificação do código fonte das classes. 
4.3.2 Composítíonal Fílters 
Compositional-Filters (CF) é uma técnica de programação orientada a aspectos na qual os 
diferentes aspectos são expressos através de filtros [6). Esses filtros possuem especificações 
das transformações que devem ser aplicadas às mensagens recebidas e enviadas por um 
objeto. Dessa maneira, esta técnica possui as características do modelo de materialização 
de mensagens [2). 
A técnica CF estende o modelo de objetos, definindo um objeto em duas partes: a parte 
de implementação e a parte da interface. A primeira parte implementao comportamento 
específico do objeto e é denominado de objeto central ( inner object). Já a segunda parte, 
engloba o objeto central e gerencia a entrada e a saída de mensagens através da definição 
de filtros ( inputfilters e outputfilters). 
Várias implementações foram desenvolvidas com o modelo de CF. A linguagem Sina 
já adota diretamente o modelo de CF [62). Existem também trabalhos que propõem a 
extensão da linguagem C++ para dar suporte ao modelo de CF [43). Como descrito 
anteriormente, o modelo de CF implementa o modelo de materialização de mensagens. 
Um outro trabalho comparou a técnica de CF com os filtros de mensagens de um ORB 
baseado em CORBA [14). O modelo de materialização de mensagens também pode ser 
encontrado em CORBA, através da noção de interceptadores ( interceptors, como descrito 
na próxima Seção). 
4.3.3 CORBA Interceptors 
O padrão CORBA oferece uma capacidade limitada de reflexão comportamental através 
da definição de interceptadores ( interceptors) [108]. Embora originalmente projetado para 
ser black-box, desde a versão 2.2, a OMG decidiu abrir o ORB permitindo a interceptação 
de mensagens em locais pré-estabelecidos. A atual especificação dos interceptadores foi 
publicada em junho de 1999 na versão 2.3 do CORBA [44). Apenas alguns fabricantes 
de ORBs implementaram os interceptadores em seus produtos, como o JavaORB [50). 
Porém, alguns fabricantes já possuíam os seus próprios mecanismos de interceptação, co-
mo por exemplo, os filtros do OrbixWeb [51). Segundo a especificação, um interceptador 
pode ser responsável por um ou mais serviços CORBA. Um interceptador é colocado entre 
um objeto cliente e um objeto servidor durante uma invocação ou resposta. Dois tipos de 
interceptadores são definidos, os interceptadores a nível de requisição e os interceptadores 
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a nível de mensagem. O primeiro realiza transformações sobre uma requisição estrutura-
da. O segundo atua sobre um buffer não-estruturado. Os interceptadores disponíveis são 
previamente conhecidos pelo ORB, e ele é o responsável pela criação e invocação dos inter-
ceptadores durante uma invocação ou resposta. Os interceptadores a nível de requisição 
são utilizados para implementar serviços que podem ser requeridos independentemente 
do cliente e do servidor estarem localizados na mesma máquina ou distribuídos. Quando 
existe uma invocação remota, o ORB transforma a requisição em uma mensagem que po-
de ser enviada através da rede de comunicação. Os interceptadores de mensagem atuam 
nesta fase da invocação ou resposta de um objeto servidor. 
4.3.4 Adaptative Programming 
A programação adaptativa está baseada na lei de Demeter (Law o f Demeter), na qual uma 
unidade deve ter conhecimento limitado sobre outras unidades, restringindo-se apenas 
às unidades fortemente relacionadas [73, 69]. Em orientação a objetos, a programação 
adaptativa define que um método deve ter conhecimento limitado do modelo de objetos. 
A idéia de programação adaptativa está na premissa de que a maioria dos algoritmos 
são espalhados entre várias classes e dependem de uma estrutura de classes global. A 
programação adaptativa procura separar esses algoritmos de uma estrutura de classes 
específica. 
Em um programa adaptativo, os algoritmos não utilizam chamadas de métodos aos 
objetos de diferentes classes, ao invés disso são utilizados padrões de propagação (Pro-
pagatíon Patterns). Os padrões de propagação são separados da estrutura de classes. 
Se a estrutura de classes evolui, os padrões de propagação não devem ser modificados. 
Dessa forma, a programação adaptativa pode ser vista como um caso especial de progra-
mação orientada a aspectos. Os aspectos seriam representados por estratégias, na forma 
de grafos que cruzam o grafo da estrutura de classes da aplicação. O comportamento de 
uma aplicação é descrito através de um conjunto dessas estratégias. Conseqüentemente, 
o comportamento de um programa tem mais possibilidades de não se alterar devido a 
uma mudança na estrutura de classes dessa aplicação. Demeter/Java é uma metodologia 
e um sistema de programação que implementa a noção de programação adaptativa em 
Java [49]. 
4.3.5 Subject-Oriented Programming 
Subject-Oríented Programmíng (SOP) é uma técnica que dá suporte à construção de sis-
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temas orientados a objetos através da composição de subjects (assuntos) [89]. Um subject 
é uma coleção de classes ou fragmentos de classes que modelam um determinado domínio 
ou funcionalidade. Um subject pode ser uma aplicação completa ou um fragmento que 
deve ser composto com outros subjects para produzir uma aplicação completa. A técnica 
de SOP combina as hierarquias de classes de diferentes subjects para produzir novos sub-
jects que incorporam as funcionalidades dos existentes. Dessa forma, SOP dá suporte à 
construção de sistemas orientados a objetos através da composição de subjects, à extensão 
de sistemas, através da composição do sistema atual com novos subjects e à integração 
de sistemas, considerando os diferentes sistemas como subjects distintos e que devem ser 
compostos. 
Esta técnica é independente de linguagem, porém as pesquisas mais avançadas fo-
ram feitas para a linguagem C++. A ferramenta IBM VisualAge for C++ versão 4 
(VAC++), funciona como um ambiente de programação e um compilador que dá suporte 
à SOP [25, 53]. Cada subject é construído como uma coleção de definições de classes 
C++ em um namespace próprio. Os arquivos contendo essas definições são submetidos 
ao compilador VAC++ juntamente com outros dois arquivos. O primeiro especifica o 
relacionamento entre os namespaces e os subjects e o segundo contém as regras de compo-
sição. A composição é realizada durante a compilação e o executável resultante combina 
a funcionalidade dos diferentes subjects de acordo com as regras de composição definidas 
anteriormente. Atualmente é necessário o código fonte para realizar a composição. Dessa 
forma, o código de todos os subjects deve estar disponível, visto que a composição ocorre 
durante a compilação. Existem ainda projetos de ferramentas que dão suporte à SOP 
para as linguagens Java e Smalltalk, além de um projeto que visa realizar a composição 
de subjects através do código compilado de classes C++, evitando o acesso ao código 
fonte [24, 81]. 
4.4 Resumo 
Recentemente, sistemas baseados em componentes, onde a adaptabilidade é um requisito 
importante, reviveram o interesse em reflexão. Por exemplo, o ambiente de programação 
Java possui uma API de reflexão , e middlewares reflexivos prometem adicionar flexi-
bilidade para aplicações baseadas em componentes. A reflexão permite a realização de 
computações flexíveis, capazes de alterar dinamicamente a computação dos componentes 
do sistema. Algumas soluções ainda permitem modificar a estrutura dos componentes de 
um sistema. Essas soluções permitem a realização de adaptações de componentes, a fim 
4.4. Resumo 75 
de que sejam utilizadas em sistemas baseados em componentes de software. 
A tecnologia de reflexão permite que objetos base e metaobjetos sejam reutilizados. 
V árias aplicações podem se beneficiar da disponibilidade de bibliotecas de metaobjetos e 
atender requisitos não-funcionais mais rapidamente. Uma outra possibilidade é a reuti-
lização de módulos de aplicações inteiras no nível-base e customizar os componentes de 
meta-nível, obtendo-se um comportamento inteiramente novo para o sistema original. 
A reflexão computacional preconiza a separação de interesses (separation of concerns) 
como característica básica. Linguagens de programação com arquiteturas reflexivas per-
mitem uma clara distinção entre o nível de programação de funções e o nível não-funcional. 
Cada um destes níveis pode concentrar as preocupações com aspectos diferentes das apli-
cações. 
O desenvolvimento de componentes de software normalmente é feito utilizando-se 
técnicas de orientação a objetos. Como visto na Seção 2.5 , componentes só são mani-
puláveis através de suas instâncias. Em orientação a objetos, isso implica na manipulação 
de objetos e de classes implementadas. Dessa forma, pode-se utilizar reflexão computa-
cional em componentes de software que foram implementados utilizando o paradigma de 
orientação a objetos. 
O Capítulo seguinte descreve a técnica de adaptação de componentes de software pro-
posta, que utiliza-se dos conceitos de reflexão computacional e de arquiteturas reflexivas 
para adaptar tanto a estrutura quanto o comportamento dos componentes de software. 
Capítulo 5 
Técnica de Adaptação Proposta 
Com base nos resultados encontrados nos capítulos anteriores, pode-se verificar a im-
portância da adaptação de componentes de software na construção de sistemas de soft-
ware modernos. Pode-se verificar ainda, a necessidade de uma solução que diminua as 
desvantagens das técnicas de adaptação existentes. A solução proposta para a adaptação 
de componentes de software baseia-se em reflexão computacional e modificações binárias 
a fim de realizar adaptações estruturais e comportamentais. 
Este Capítulo está dividido da seguinte maneira. Seção 5.1 apresenta a solução propos-
ta, apontando como os problemas envolvidos na adaptação de componentes são resolvidos 
e também descreve algumas adaptações possíveis de serem realizadas com a técnica pro-
posta. Seção 5.2 demonstra alguns exemplos nos quais a técnica de adaptação proposta é 
utilizada para inserir propriedades não-funcionais aos componentes de software, bem como 
exemplos onde o componente deve ser adaptado para se adequar ao projeto de um sistema 
confiável. Seção 5.3 finaliza o capítulo com uma avaliação das vantagens e desvantagens 
da técnica proposta. 
5.1 O Modelo de Adaptação Proposto 
O modelo proposto incentiva a utilização de componentes de software adquiridos de ter-
ceiros, mesmo após eles terem sido projetados, implementados e disponibilizados para 
compra. 
Neste trabalho a técnica proposta foi empregada em componentes de software desen-
volvidos em Java. O modelo desenvolvido neste trabalho foi construído com base nas 
seguintes requisitos: 
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• a adaptação deve ser feita de modo transparente. Isto significa que nem o clien-
te do componente nem o próprio componente possuem conhecimento acerca das 
adaptações realizadas. Outra característica de transparência envolve a proprieda-
de de conservação, na qual o componente instanciado a ser utilizado é o próprio 
componente original, só que com as adaptações realizadas. 
• o código fonte do componente original não deve ser manipulado. A técnica de 
adaptação deve adaptar componentes caixa-preta. 
• a estrutura que realiza a adaptação deve ser reutilizável. Isto significa que um 
determinado tipo de adaptação pode ser aplicado em diferentes componentes. 
• a estrutura que realiza a adaptação deve requisitar nenhuma ou pouca modificação 
na aplicação que utiliza-se do componente adaptado. 
• a técnica não deve depender de nenhum mecanismo executivo que prejudique a 
portabilidade prevista no componente original. 
Com base nos requisitos citados, o modelo de adaptação proposto encaixa-se no perfil 
dos seguintes modos de adaptação descritos por Jan Bosch (Seção 3.2): 
• Pode-se utilizar uma arquitetura projetada para prover o comportamento desejado. 
Dessa maneira, o componente deve aderir-se à estrutura dessa arquitetura, a fim de 
que a adaptação ocorra. Estas estruturas impõem certas tarefas relacionadas com o 
domínio do comportamento e para isso são construídas com mecanismos apropriados 
para implementar a propriedade desejada. 
• Um mecanismo de meta-nível pode ser utilizado para interceptar as interações do 
componente e prover o comportamento desejado, onde os elementos do meta-nível 
são os responsáveis pelo comportamento não-funcional. 
O modelo desenvolvido utiliza os conceitos de reflexão computacional, descritos no 
Capítulo 4, a fim de se adequar às características citadas acima. A reflexão computacional 
pode, através da reflexão estrutural, realizar adaptações estruturais (sintáticas), e através 
da reflexão comportamental, realizar adaptações comportamentais, tanto das propriedades 
funcionais quanto das propriedades não-funcionais de um determinado componente de 
software. 
Porém, uma análise mais detalhada das arquiteturas reflexivas para Java (Seção 4.2), 
demonstrou que a maioria delas necessita do código fonte dos componentes ou de algnm 
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sistema executivo, que modifica a JVM e controla a execução da aplicação. Por exemplo, 
OpenJava é uma extensão reflexiva para Java que realiza reflexão em tempo de compi-
lação, necessitando do código fonte do componente de software. De outro lado, Guaraná e 
OpenJIT, necessitam da modificação da JVM, diminuindo a portabilidade de uma possível 
técnica de adaptação e dos componentes de software. Uma alternativa para essas arqui-
teturas, são as arquiteturas reflexivas que manipulam o código binário dos componentes 
(byte-code), realizando a inserção dos pontos de interceptação, necessários para a reflexão 
comportarnental, e as modificações estruturais, no código binário do próprio componente 
de software. Com isso, elimina-se a necessidade de manipulação do código fonte e de mo-
dificação da máquina virtual Java. Exemplos de arquiteturas que manipulam o byte-code 
dos componentes Java, incluem Dalang, Kava e Javassist. 
Dalang foi utilizada em uma técnica de adaptação denominada de Reflective Wrap-
pers (ver Seção 3.4.6), que não realiza adaptações estruturais. A arquitetura Kava 
(Seção 4.2.4), apesar de ser uma evolução de Dalang, também não realiza reflexão es-
trutural. A única das arquiteturas reflexivas analisadas que permite tanto reflexão com-
portamental quanto reflexão estrutural é Javassist. 
O mecanismo de adaptação, que é a concretização do modelo proposto, será explicado 
na próxima Seção. Javassist foi utilizada na implementação desse mecanismo (maiores 
detalhes sobre Javassist estão descritos na Seção 5.1.2). 
5.1.1 Mecanismo de Adaptação 
A solução proposta realiza a materialização do componente de software a ser adaptado 
através da sua representação no meta-nível na forma de byte-codes. A partir dessa repre-
sentação, pode-se realizar as adaptações desejadas. O processo de reflexão é concretizado 
com a reposição desse componente adaptado no sistema de arquivo ou com o seu carre-
gamento na JVM. A Figura 5.1 descreve a estrutura da solução proposta. O mecanismo 
de adaptação deve ser construído com a responsabilidade de realizar a materialização do 
componente original. Dessa forma, pode-se realizar a introspecção sobre o componente, 
obtendo-se informações acerca do componente. Essas informações são importantes para 
possibilitar a identificação dos pontos de adaptação. O próximo passo que o mecanismo 
deve realizar é o processo de adaptação do componente. O mecanismo permite que sejam 
realizadas modificações na estrutura do componente. Com isso tornasse possível a adição 
de novas operações e de mecanismos de interceptação que resultam tanto em adaptações 
estruturais quanto em adaptações comportamentais. O processo de adaptação deve ser 
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apoiado por padrões de projeto que permitem uma melhor visualização dos passos a serem 
seguidos a fim de que a adaptação se realize. 
Com a utilização de padrões de projeto a adaptação realizada pode ser melhor docu-
mentada, facilitando o entendimento em análises futuras. Após o processo de adaptação 
o mecanismo de adaptação deve realizar a reflexão do componente adaptado. Com a 
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O modelo permite ao mecanismo de adaptação construído realizar alterações na estru-
tura do componente original, a fim de que sejam feitas adaptações estruturais e compor-
tamentais. Com o modelo proposto, o cliente do componente adaptado não tem conheci-
mento sobre as adaptações realizadas. Da mesma forma, o componente original também 
não têm noção das alterações feitas. 
Exemplo de uso: Adaptação Comportamental 
A Figura 5.2 mostra parte do projeto de um sistema que necessita de um componente que 
realize o cálculo de expressões matemáticas. Esse componente deve possuir uma interface 
lnt_Calculo, que possui determinadas operações de cálculo. Essas operações devem realizar 
o cálculo de uma expressão, armazená-la em um arquivo de log e retornar seu resultado. 
Suponha que foi encontrado um componente de software, denominado Comp_Calculo, que 
implementa a interface lnLCalculo. Porém, as operações dessa interface foram implemen-
tadas apenas para retornar o resultado, perdendo a expressão que foi requisitada. Se a 
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8 ~------~n~~ B <<adaptado>> --- Funcionalidade Compatível Ciente Comp_Calculo .. --
Figura 5.2: Exemplo de adaptação de comportamento funcional. 
81 
82 Capítulo 5. Técnica de Adaptação Proposta 
técnica de adaptação proposta for utilizada na adaptação do componente Comp_Calculo, 
a estrutura resultante será a seguinte (ver Figura 5.3). Toda instância do componente 
adaptado possuirá um metaobjeto associado, instanciado da classe Meta_Log, que inter-
ceptará as chamadas feitas aos métodos da interface lnLCalculo. Esse metaobjeto será 
responsável pela chamada ao método original, localizado em Comp_Calculo, que realizará 
o cálculo requisitado. Além disso, o metaobjeto também será responsável pela criação e 
manutenção do arquivo de log das expressões que foram calculadas e do retorno do resul-
tado para o cliente. Com essa solução, o cliente do componente Comp_(alculo utiliza-o 
como se estivesse referendando um componente de software que foi implementado com 
todas as características especificadas durante o projeto da aplicação. A Figura 5.4, mostra 










Figura 5.3: Estrutura resultante da adaptação. 
Exemplo de uso: Adaptação Estrutural 
Usualmente, pode ser necessária a adaptação de um comportamento funcional que exija a 
adaptação estrutural do componente de software. Levando em consideração o exemplo an-
terior, suponha que o cliente também necessite de um método para imprimir o arquivo de 
log. Neste caso, a adaptação envolve a adição de um novo método na interface lnt_Calculo 
e também no componente Comp_(alculo que implementa essa interface. O método a ser 
adicionado deve estar em um outro componente previamente compilado (ver Figura 5.5). 
A localização do método adicionado em um outro componente (Comp_Adicional) torna-
se necessária pois a implementação do método imprimir Jog() realiza chamadas a outro 
método auxiliar, neste caso lerJog(). Além disso, o método adicionado também pode 
utilizar-se de outros atributos contidos em Comp_Adicional. Dessa forma, não é necessário 
adicionar os atributos e métodos auxiliares contidos em Comp_Adicional no componen-
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te Comp_Calculo. Apenas o método adicional é inserido no componente Comp_Calculo. 
Porém, o corpo do método adicionado é vazio, possuindo apenas a sua assinatura. Toda a 
implementação do método está contida em Comp_adicional. O metaobjeto Meta_Log fica 
responsável pela gerência das instâncias dos dois componentes, pelo envio das chamadas 
aos métodos adicionados para o Comp_Adicional, além da criação do arquivo de log e da 
chamada aos métodos originais contidos em Comp_Calculo. 
A Figura 5.6 mostra o diagrama de seqüência desse último exemplo. O Cliente não 
tem conhecimento acerca da interceptação ocorrida, toda a interação entre o metaobjeto 
e os componentes torna-se transparente para o usuário final do componente adaptado. 
O comportamento adicionado pela adaptação pode estar direcionado para um determi-
nado domínio. Dessa forma, pode-se realizar a adaptação de um componente de software 
para que forneça propriedades não-funcionais, que não foram previstas durante a sua cons-
trução. Algumas das propriedades que podem ser adicionadas envolvem características 
de confiabilidade, como tolerância a falhas e segurança. Na Seção 5.2, serão apresentados 
exemplos da aplicação do mecanismo proposto na adaptação de componentes de software, 
a fim de que eles possam ser utilizados em aplicações que requerem um certo grau de 
confiabilidade. 
A Seção seguinte mostra algumas características da extensão reflexiva Javassit, que 
foi utilizada na implementação do mecanismo proposto. 
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Figura 5.5: Exemplo de adaptação comportamental e estrutural. 
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Figura 5.6: Dinâmica do exemplo de adaptação comportamental e estrutural. 
