






































































































































































































































































































public class MainTSDEAIandLOD{ 
 
    /** 
     * Launch the application. 
     */ 
    public static void main(String[] args) { 
        // Per scegliere lo stile del frame 
        EnvironmentsCall.AdjustFrameLookAndFeel();           
         
        // Parte con user-auth (personal account) 
        OAuth_AuthenticationType authenticationStartMode = 
OAuth_AuthenticationType.USER_OAUTH;  
         
        TwitterContext twContext =  
new TwitterContext(authenticationStartMode);  
        MongoDBContext mongoDBcontext =  
MongoDBConfiguration.initializeConnection 
("localhost", 27017,"twitter");  
         
        TwitterFrame tf =  
new TwitterFrame(twContext, mongoDBcontext); 
 
        // Per posizionare correttamente il frame 
 EnvironmentsCall.AdjustFrameLocation(tf);    
 
         
        Controller controller =  
new Controller(tf, twContext, mongoDBcontext); 
         
        CursorToolkit.startWaitCursor(tf);   
         
        tf.addInputListener(controller); 
        tf.addQueryCaller(controller); 
        tf.addRestletCaller(controller); 
        tf.addNotificationCaller(controller); 
         
        tf.setVisible(true);     
        tf.firstAuthentication();   // AUTO-LOGIN TWITTER E MONGODB 































































public class QuerySearchTweets extends QueryTypeFactory{ 
     
    private String queryComposedString; 
    private QueryParameterSearchTweets qpSearchTweets; 
     






        setType(Util.QUERY_SEARCH_KEY); 
        setQueryId(queryID); 
        setTimerUpdaterRateLimitStatus(timerUpdaterRateLimitStatus); 
        this.setQueryComposedString(queryComposedString); 
        this.setQpSearchTweets(qpSearchTweets); 
    } 
 
    public String getQueryComposedString() { 
return queryComposedString; 
    } 
    public void setQueryComposedString(String queryComposedString) { 
this.queryComposedString = queryComposedString; 
    } 
 
    public QueryParameterSearchTweets getQpSearchTweets() { 
        return qpSearchTweets; 
    } 
 
    public void setQpSearchTweets( 
QueryParameterSearchTweets qpSearchTweets) { 
        this.qpSearchTweets = qpSearchTweets; 











import … … 
 
public class TwQueryThreadMaster extends Thread { 
 
    private TwitterFrame tf; 
    private TwitterContext twContext; 
    private MongoDBContext mongoDbContext; 
    // SEMAFORI per fare wait se si raggiunge il RATE-LIMIT 
       STATUS (CONDIVISO TRA I NUOVI TASK) 
    private HashMap<String, Semaphore> availableTaskTillRLS;      
    private List<QueryTypeFactory> queryList; 
    private ExecutorService executor; 
    private CountDownLatch latch;// BARRIERA ATTESA FINE TASK 
    private int nThread; 
    private boolean saveToDbQueryResult; 
    private String collectionNameToSave; 
    private int[] tweetsRetrieved; 
    private int[] tweetsSaved; 
    private boolean searchOnlyNewTweets; 
    private long lowestIDfetchedFromSavedTweet; 
    private long greatestIDfetchedFromSavedTweets; 
     
    public TwQueryThreadMaster(List<QueryTypeFactory> queryList,  
TwitterFrame tf, TwitterContext twContext, 
MongoDBContext mongoDbContext, HashMap<String, 
Semaphore> availableTaskTillRLS, boolean 
searchOnlyNewTweets) {       
        this.tf = tf; 
        this.twContext = twContext; 
        this.mongoDbContext = mongoDbContext; 
        this.availableTaskTillRLS = availableTaskTillRLS; 
        this.queryList = queryList; 
        this.searchOnlyNewTweets = searchOnlyNewTweets; 
         
        // FIXED THREAD POOL (AVAILABLE PROCESSORS) 
        nThread = Runtime.getRuntime().availableProcessors(); 
        this.executor = Executors.newFixedThreadPool(nThread);   
        // Creazione ThreadPool con un numero fissato di thread 
        // BARRIERA viene settata con numero di TASK da lanciare 
        this.latch = new CountDownLatch(queryList.size()); 
    } 
 
    @Override 
    public void run() { 
        try { 
            // Incremento contatore MASTER THREAD in esecuzione! 
            twContext.incMasterInExecutionCounterMonitor(); 
            
tf.updateQueryInExecutionCountView(twContext.getMasterInExec
utionCounter(), twContext.getTaskInExecutionCounter()); 
             
            if (queryList.get(0).getType() == 
Util.QUERY_SEARCH_KEY) { 
                saveToDbQueryResult =  
((QuerySearchTweets)queryList.get(0)).getQpSea
rchTweets().getSaveToDb(); 
                collectionNameToSave =  
((QuerySearchTweets)queryList.get(0)).getQpSea
rchTweets().getCollectionNameToSave(); 
                tweetsRetrieved = new int[queryList.size()]; 
                tweetsSaved = new int[queryList.size()]; 
                 
                if (searchOnlyNewTweets) { 
                    // query mongodb, per lowest e greatest id  
// (tra i tweet misti, da pag. diverse)                     




                    lowestIDfetchedFromSavedTweet =  
searchIDs[0]; 
                    greatestIDfetchedFromSavedTweets =  
searchIDs[1]; 
                } 
            } 
             
            int indexQueryTask = 0; 
            // Per ogni QUERY nella QUERY LIST ricevuta  
            // ExecutorService invoca un nuovo THREAD(TASK) 
            for (QueryTypeFactory qtf : queryList) { 
                switch (qtf.getType()) {     
                case Util.QUERY_RATE_LIMIT_STATUS: 
                    executor.execute(new TwQueryTask(latch, tf,  
twContext, (QueryRateLimitStatus)qtf, 
availableTaskTillRLS)); 
                    break; 
                case Util.QUERY_SEARCH_KEY: 
                    executor.execute(new TwQueryTask(this,  






                    indexQueryTask++; 
                    break; 
                case Util.QUERY_SEARCH_USERLIST_BY_KEYWORD: 




                    break; 
                case Util.QUERY_SEARCH_RETWEET: 




                    break; 
                } 
            } 
            // Barriera in attesa di tutti i THREAD-TASK 
            latch.await(); 
             
            // Prima di uscire 
            executor.shutdownNow(); 
  
            // Mostra notifica popup al termine di tutti i TASK 
            switch (queryList.get(0).getType()) { 
            case Util.QUERY_RATE_LIMIT_STATUS: 
                
tf.showPopupNotificationForRateLimitStatusResult(twCo
ntext.getLastRateLimitStatusChecked()); 
                break; 
            case Util.QUERY_SEARCH_KEY: 
                int sumTweetRetrieved =  
Arrays.stream(tweetsRetrieved).sum(); 
                int sumTweetSaved =  
Arrays.stream(tweetsSaved).sum(); 
                if (saveToDbQueryResult) {  
tf.updateSavedTweetsResultToDb(collectionNameT
oSave, sumTweetRetrieved, sumTweetSaved); 
                } 
                 
tf.showPopupNotificationForSearchResult(Util.QUERY_SE
ARCH_KEY, Arrays.stream(tweetsRetrieved).sum()); 
              // Rimuovo query da LISTA PENDENTI 
QueryTypeFactory removedQuery =  
twContext.findAndRemoveFromPendentList(queryLi
st.get(0).getQueryId()); 
              tf.updateQueryPendentList(); 
                // Aggiorno lista query HISTORY (PER LOG FRAME) 





                tf.updateQueryHistoryList(); 
                break; 
            case Util.QUERY_SEARCH_USERLIST_BY_KEYWORD:  
tf.showPopupNotificationForSearchResult(Util.QUERY_SE
ARCH_USERLIST_BY_KEYWORD, 0); 
                break; 
            } 
             
            // Decremento il contatore dei MASTER THREAD 
            twContext.decMasterInExecutionCounterMonitor();  
tf.updateQueryInExecutionCountView(twContext.getMasterInExec
utionCounter(), twContext.getTaskInExecutionCounter()); 
             
        } catch (InterruptedException e) {  
            e.printStackTrace(); 
        } 
    } 
     
    public void updateQueryTaskTweetsCountResult( 
int tweetsRetrievedFromTask, int indexQueryTask){ 
        tweetsRetrieved[indexQueryTask] = tweetsRetrievedFromTask; 
    } 
     
    public void updateQueryTaskTweetsSavedCount( 
int tweetsSavedFromTask, int indexQueryTask){ 
        tweetsSaved[indexQueryTask] = tweetsSavedFromTask; 




import … … 
 
public class TwQueryTask implements Runnable { 
     
    private TwitterFrame tf; 
    private TwitterContext twContext; 
    private MongoDBContext mongoDbContext; 
    private TimerUpdaterRateLimitStatus timerUpdaterRateLimitStatus; 
     
    private QueryRateLimitStatus queryRateLimitStatus; 
    private QueryTimeline queryTimeline; 
    private QuerySearchTweets querySearchTweets; 
    private QuerySearchUserlist querySearchUserlist; 
    private QuerySearchRetweets querySearchRetweets; 
     
    private String typeQuery; 
    private List<String> jsonSplittedTweetsToSave;   
    private HashMap<String, Semaphore> availableTaskTillRLS; 
    private CountDownLatch latch;    
     
    private int queryTaskIndex; 
    private TwQueryThreadMaster masterThread; 
     
    private boolean searchOnlyNewTweets; 
    private long lowestIDfetchedFromSavedTweets; 
    private long greatestIDfetchedFromSavedTweets; 
     
    private RetweetTree tree; 
    private List<GraphUser> retweetersInfos; 
    private long univokeExactlyRetweetFakeId; 
    private StringBuilder textRetweetGraphAnalysisResult; 
    private String timeRetweetGraphCalulateStarted; 
    private long userAnalyzedCount; 
     
     
 
    /*** CONSTRUCTOR METHODS ***/ 
    //******************************************************* 
     
    //  QUERY TIPO 0: CHECK RATE-LIMIT-STATUS 
    public TwQueryTask(CountDownLatch latch, TwitterFrame tf,  
TwitterContext twContext, QueryRateLimitStatus query, 
HashMap<String, Semaphore> availableTaskTillRLS) { 
        this.tf = tf; 
        this.twContext = twContext; 
        this.typeQuery = query.getType(); 
        this.queryRateLimitStatus = query; 
        this.latch = latch; 
        this.timerUpdaterRateLimitStatus =  
query.getTimerUpdaterRateLimitStatus(); 
        this.availableTaskTillRLS = availableTaskTillRLS; 
    } 
     
    //  QUERY TIPO 1: TIMELINE UTENTE 
    public TwQueryTask(CountDownLatch latch, TwitterFrame tf,  
TwitterContext twContext, QueryTimeline query) { 
        this.tf = tf; 
        this.twContext = twContext; 
        this.typeQuery = query.getType(); 
        this.queryTimeline = query; 
        this.latch = latch; 
        this.timerUpdaterRateLimitStatus =  
query.getTimerUpdaterRateLimitStatus(); 
    } 
     
    // QUERY TIPO 2: SEARCH PAROLE CHIAVE NEI TWEET 
    public TwQueryTask(TwQueryThreadMaster masterThread,  
CountDownLatch latch, TwitterFrame tf, TwitterContext 
twContext,  
              QuerySearchTweets query,  
HashMap<String,Semaphore> availableTaskTillRLS, int 
queryTaskIndex, boolean searchOnlyNewTweets, long 
lowestIDfetchedFromSavedTweets,  
long greatestIDfetchedFromSavedTweets) { 
        this.tf = tf; 
        this.twContext = twContext; 
        this.typeQuery = query.getType();        
        this.querySearchTweets = query; 
        this.availableTaskTillRLS = availableTaskTillRLS; 
        this.latch = latch; 
        this.queryTaskIndex = queryTaskIndex; 
        this.masterThread = masterThread; 
        this.searchOnlyNewTweets = searchOnlyNewTweets; 
        this.lowestIDfetchedFromSavedTweets =  
lowestIDfetchedFromSavedTweets; 
        this.greatestIDfetchedFromSavedTweets =  
greatestIDfetchedFromSavedTweets; 
        this.timerUpdaterRateLimitStatus =  
query.getTimerUpdaterRateLimitStatus(); 
    } 
     
    // QUERY TIPO 3: SEARCH LISTA UTENTI TRAMITE PAROLE CHIAVE 
    public TwQueryTask(CountDownLatch latch, TwitterFrame tf,  
TwitterContext twContext, MongoDBContext 
mongoDbContext, QuerySearchUserlist query, 
HashMap<String, Semaphore> availableTaskTillRLS) { 
        this.tf = tf; 
        this.twContext = twContext; 
        this.mongoDbContext = mongoDbContext; 
        this.typeQuery = query.getType();        
        this.querySearchUserlist = query; 
        this.availableTaskTillRLS = availableTaskTillRLS; 
        this.latch = latch; 
        this.timerUpdaterRateLimitStatus =  
query.getTimerUpdaterRateLimitStatus(); 
    } 
     
     
 
    // QUERY TIPO 4: SEARCH LISTA RETWEET 
        public TwQueryTask(CountDownLatch latch, TwitterFrame  
tf, TwitterContext twContext, MongoDBContext 
mongoDbContext, QuerySearchRetweets query, 
HashMap<String, Semaphore> 
availableTaskTillRLS) { 
            this.tf = tf; 
            this.twContext = twContext; 
            this.mongoDbContext = mongoDbContext; 
            this.typeQuery = query.getType();        
            this.querySearchRetweets = query; 
            this.latch = latch; 
            this.availableTaskTillRLS = availableTaskTillRLS; 
            this.timerUpdaterRateLimitStatus =  
query.getTimerUpdaterRateLimitStatus(); 
            retweetersInfos = new ArrayList<GraphUser>(); 
            textRetweetGraphAnalysisResult = new  
StringBuilder();  
        } 
         
    @Override 
    public void run() { 
         
        // Incremento il contatore dei TASK THREAD 
        twContext.incTaskInExecutionCounterMonitor(); 
        
tf.updateQueryInExecutionCountView(twContext.getMasterInExec
utionCounter(), twContext.getTaskInExecutionCounter()); 
         
        switch (typeQuery) {         
        case Util.QUERY_RATE_LIMIT_STATUS: 
            
checkTwitterRateLimitStatus(queryRateLimitStatus.getKeysRequ
estedToUpdate()); 
            break; 
        case Util.QUERY_TIMELINE: 
            //getUserTimeline(); 
            break; 
        case Util.QUERY_SEARCH_KEY:          
            searchKeywordsInTweets(searchOnlyNewTweets,  
lowestIDfetchedFromSavedTweets, 
greatestIDfetchedFromSavedTweets); 
            break; 
        case Util.QUERY_SEARCH_USERLIST_BY_KEYWORD: 
            searchUserlistByKeyword(); 
            break; 
        case Util.QUERY_SEARCH_RETWEET: 
            searchFollowersRetweetsGraph(); 
            break; 
        } 
         
        // TASK al TERMINE dell'ESECUZIONE, comunica al MASTER 
        latch.countDown(); 
         
        // Decremento il contatore dei TASK THREAD 
        twContext.decTaskInExecutionCounterMonitor(); 











//  QUERY TIPO 0: CHECK RATE-LIMIT-STATUS 
    private void checkTwitterRateLimitStatus( 
String[] keysRequestedToUpdate){    
        try {        




             
                Map<String,RateLimitStatus> limitStatus =  
twContext.getTwitter().getRateLimitStatus(); 
                twContext.setLastRateLimitStatusChecked(limitStatus); 
                updateViewRateLimitStatus(keysRequestedToUpdate);                
                 
                if (lastRateLimitStatusCheckedParsed.equals("")) { 
                    CursorToolkit.stopWaitCursor(tf); 




                } 
                for (String keyRLS : Util.RATE_LIMIT_TO_UPDATE) { 









                    } 
                } 
                checkAvailableTaskTillRLS(keysRequestedToUpdate);    
  
        } catch (TwitterException e) { 
            twContext.setErrorOAuthStatusCode(e.getStatusCode());  
            launchPopupNotificationErrorQuery(e.getErrorMessage()); 
        } catch (InterruptedException e) { 
            launchPopupNotificationInterruptedQuery(); 
        } 
    } 
     
    private void checkAvailableTaskTillRLS( 
String[]keysRequestedToUpdate)  
throws InterruptedException{ 
        if (availableTaskTillRLS!=null) { 
             
            for (String key : keysRequestedToUpdate) { 
                Semaphore sem = availableTaskTillRLS.get(key);  
                 
                if (sem != null) { 
                    int currentAvailablePermits =  
availableTaskTillRLS.get(key).availablePermits(); 
                    int releasePermits =  
twContext.getLastRateLimitStatusChecked().get(key).
getRemaining()                                       
- Util.LIMIT_MINIMUM_RATE_LIMIT_STATUS  
                      - currentAvailablePermits; 
                    if (releasePermits>0) {     
availableTaskTillRLS.get(key).release(releasePermit
s); 
                    }else if (releasePermits<0){  
if(twContext.getLastRateLimitStatusChecked().get(ke
y).getSecondsUntilReset()>0){    
availableTaskTillRLS.get(key).acquire(Math.a
bs(releasePermits)); 
                        } 
                    } 
                } 
            } 
             
        } 





import … … 
 
/*** TWITTER API 1.1 ***********************************************/ 
/*** LA FINESTRA TEMPORALE DEL RATE-LIMIT-STATUS di 15 MINUTI.  ***/             
/*** Ogni 15 minuti, riavvia permessi Customer e Application    ***/ 
/*** "search/tweets" -> customer = 180/15min -> appl=450/15min  ***/                
/*** NB: OGNI RICHIESTA HA IL SUO RLS,                          ***/ 
/***     OGNI FINESTRA TEMPORALE SI AVVIA IN TEMPI DIVERSI      ***/ 
/******************************************************************/ 
 
// Richiesta forza di aggiornare Rate-Limit-Status (ogni 15 minuti, 
finestra di tempo di Twitter API 1.1) 
public class TimerUpdaterRateLimitStatus { 
 
    private TwitterFrame tf; 
    private TwitterContext twContext; 
    private HashMap<String,Semaphore> availableTaskTillRLS; 
    private Timer uploadCheckerTimer; 
    private Timer uploadRlsSemaphores; 
    private HashMap<String,TimerTask> timerUpdaterStarted; 
    private long timeWindowUntilReset; 
    private TwitterQueryCaller controller; 
     
    private PopupNotification currentPopupNotificationTimer; 
 
    public TimerUpdaterRateLimitStatus(TwitterQueryCaller controller,  
TwitterFrame tf, TwitterContext twContext, 
HashMap<String,Semaphore> availableTaskTillRLS) { 
        this.tf = tf; 
        this.twContext = twContext; 
        this.availableTaskTillRLS = availableTaskTillRLS; 
        this.controller = controller; 
 
        uploadCheckerTimer = new Timer(true);   // demone (per RLS) 
        timeWindowUntilReset = 
Util.TIME_WINDOW_TWITTER_UNTIL_RESET_RLS; 
        timerUpdaterStarted = new HashMap<String,TimerTask>(); 
        uploadRlsSemaphores = new Timer(false); // per semafori 
    } 
 
    public void initTimerUpdaters(){ 
        // elimino task dai timer 
        if (uploadCheckerTimer!=null) { 
            uploadCheckerTimer.cancel(); 
            uploadCheckerTimer.purge(); 
        } 
        if (uploadRlsSemaphores!=null) { 
            uploadRlsSemaphores.cancel(); 
            uploadRlsSemaphores.purge(); 
        }  
        if (timerUpdaterStarted!=null) { 
            for (String key : timerUpdaterStarted.keySet()) { 
                timerUpdaterStarted.get(key).cancel(); 
            } 
        } 
         
        uploadCheckerTimer = new Timer(true);   // demone (per RLS) 
        timeWindowUntilReset =  
Util.TIME_WINDOW_TWITTER_UNTIL_RESET_RLS; 
        if (currentPopupNotificationTimer!=null) { 
            currentPopupNotificationTimer.dispose(); 
        }  
        timerUpdaterStarted = new HashMap<String,TimerTask>(); 
        uploadRlsSemaphores = new Timer(false); // per semafori 
    } 
     
    // Richiede (TASK, DELAY, PERIOD) 
    // delay = tempo preso dal RLS in modo attendere e SINCRONIZZARSI 
    // period = tempo trascorso tra ogni esecuzione successiva     
    public void setTimeToResetdAndRunDaemon( 
long milliSecondsUntilFirstReset){ 
        showPopupNotificationTimer(milliSecondsUntilFirstReset);  
    } 
 
    public void startRLSDaemonPersistentNotification( 
long secondsUntilFirstReset){        
currentPopupNotificationTimer.addRlsUpdater( 
Util.RATE_LIMIT_STATUS_APPLICATION, secondsUntilFirstReset); 
        System.out.println("!!!! AVVIATO DEMONE RLS !!!!"); 
        TimerTask task = new TimerTask() { 
            @Override 
            public void run() { 
controller.executeQuery_CheckTwitterRateLimitStatus(); 
            } 
        }; 
        
timerUpdaterStarted.put(Util.RATE_LIMIT_STATUS_APPLICATION,task); 
         
        if (secondsUntilFirstReset>0) { 
            uploadCheckerTimer.schedule(task, 
(secondsUntilFirstReset+5)*1000,timeWindowUntilReset); 
        }else { 
            uploadCheckerTimer.schedule(task, timeWindowUntilReset- 
     (Math.abs(secondsUntilFirstReset))*1000+5000, timeWindowUntilReset); 
        } 
    } 
     
    public void addRlsUpdaterTimerToDaemon(String typeRLS,  
long secondsUntilFirstReset){ 
        if (currentPopupNotificationTimer != null) { 
            if(typeRLS.compareTo(Util.RATE_LIMIT_STATUS_APPLICATION)!=0){ 
                currentPopupNotificationTimer.addRlsUpdater( 
typeRLS, secondsUntilFirstReset); 
                final String type = typeRLS; 
                if (!timerUpdaterStarted.containsKey(typeRLS)) { 
                    System.out.println("AVVIATO "+type+" TIMER!"); 
                     
                    TimerTask task = new TimerTask() { 
                        @Override 
                        public void run() { 
                            int releasePermits = 0; 
                            if (twContext.getAuthenticationMethod()  
== Util.OAuth_AuthenticationType.USER_OAUTH) 
{ 
                                switch (type) { 
                                case  
      Util.RATE_LIMIT_STATUS_SEARCH_TWEETS: 
                                    releasePermits = 
Util.LIMIT_RLS_SEARCH_TWEETS_USER; 
                                    break; 
                         case … … altri casi … break; 
                                } 
                            }else { 
                                switch (type) { 
                                case  
   Util.RATE_LIMIT_STATUS_SEARCH_TWEETS: 
                                    releasePermits =  
   Util.LIMIT_RLS_SEARCH_TWEETS_APPLICATION; 
                                    break;  
   case … … altri casi … break;    
                                } 
                            }  
             releaseNewRateLimitStatusAvailable(type,releasePermits);                       
controller.executeQuery_CheckTwitterRateLimitStatus();  
                            timerUpdaterStarted.remove(type); 
                        } 
                    }; 
                    timerUpdaterStarted.put(typeRLS,task); 
                     
                    if (secondsUntilFirstReset>0) { 
uploadRlsSemaphores.schedule(task,(secondsUn
tilFirstReset+5)*1000); 
                    }else { 
uploadRlsSemaphores.schedule(task,timeWindow
UntilReset+5000); 
                    }  
                } 
            }else { 
                currentPopupNotificationTimer.addRlsUpdater( 
typeRLS, secondsUntilFirstReset); 
            } 
        }else { 
            System.out.println("Impossibile aggiungere RLS"); 
        } 
    } 
     
    private void showPopupNotificationTimer(long duration){ 
        final long d = duration; 
        SwingUtilities.invokeLater(new Runnable() { 
            @Override 
            public void run() { 
                currentPopupNotificationTimer = new 
PopupNotification(twContext, 
Util.NOTIFICATION_TIMER_DAEMON_RATELIMITSTATUS_HEAD
ER, Util.RATE_LIMIT_STATUS_APPLICATION, d);              
            } 
        }); 
    } 
 
    // Aggiorna il nuovo RLS, e rilascia semafori bloccati 
    private void releaseNewRateLimitStatusAvailable(String typeRLS,  
int maxReleasePermits){ 
        int currentAvailablePermits = 
availableTaskTillRLS.get(typeRLS).availablePermits(); 
        int releasePermits = maxReleasePermits – 
Util.LIMIT_MINIMUM_RATE_LIMIT_STATUS - 
currentAvailablePermits; 
        availableTaskTillRLS.get(typeRLS).release(releasePermits); 





// QUERY TIPO 3: SEARCH LISTA UTENTI TRAMITE PAROLE CHIAVE 
    private void searchUserlistByKeyword() { 
        UserlistResult res = null; 
        ResponseList<User> queryResult = null; 
        DocumentListHashMapByField resultHashList =  
new DocumentListHashMapByField(); 
        int remainingUser =  
querySearchUserlist.getQpSearchUserlist().getSearchedUserCount(); 
        int i = 1; 
        int userCount = 0; 
         
        try { 
 /* ATTENZIONE! MAX RESULT 1000 PERSONE (1000 NOMI = 50 PAG) */        
querySearchUserlist.getQpSearchUserlist().setSearchedUserCount(get
SearchedUserCountInvariants()); 
            // Calcolo le pagine equivalenti al numero di persone 
int searchedUserPages = 
getSearchedUserPagesCountInvariants();  
            String stringParsed = "PAGINE RICHIESTE(QUERY DA EFFETTUARE):  
"+searchedUserPages+ 
                                    "\nTOTALE USER RICHIESTI:  
"+remainingUser +  
                                    "\nUSER-LIST RETRIEVED:\n"; 
            String secondPartStringParsed = ""; 
             
            // IMPORTANTE: VERIFICA CHE NON SI SFORI RLS RICHIESTE!!!!  
            RateLimitStatus lastUserSearchedRLS =  
twContext.getLastRateLimitStatusChecked().get( 
Util.RATE_LIMIT_STATUS_SEARCH_USERS  
            boolean end = false; 
             
            while ((i<=searchedUserPages)&&(!end)){ 
                
availableTaskTillRLS.get(Util.RATE_LIMIT_STATUS_SEARCH_USE
RS).acquire();// <--- MI FERMO SUL SEMAFORO (SE NON HO 
RAGGIUNTO IL LIMITE DEI RSL vado avanti!) 
                 
                queryResult =  
twContext.getTwitter().searchUsers(querySearchUserl
ist.getQpSearchUserlist().getAdvancedSearchedQuery(
), i);  // Leggo gli USER della PAGINA(i) 
                 
updateSingleRateLimitStatus(queryResult.getRateLimitStatus
(), Util.RATE_LIMIT_STATUS_SEARCH_USERS); 
                 
                // IMPORTANTE!!! AGGIORNO lastUserSearchedRLS 
                lastUserSearchedRLS = queryResult.getRateLimitStatus();  
                 
                int userToRead = (queryResult.size() > remainingUser)?  
remainingUser : queryResult.size(); 
                 
                if (userToRead>0) { 
                    userCount = ((i-1)*20); 
                    for (int j = 0; j < userToRead; j++) { 
                        User user = queryResult.get(j); 
                        String rawJson =  
TwitterObjectFactory.getRawJSON(user); 
                        Long id = user.getId(); 
                        userCount++; 
                        resultHashList.put(id, rawJson); 
                         
                        stringParsed +=  
userCount+")"+user.getName()+"("+id+")\n"; 
                        secondPartStringParsed +=  
"\n"+JsonUtilOperation.parseSTRINGJSONtoPRET
TYSTRING(rawJson); 
                    } 
                    remainingUser -= userToRead; 
                }else { 
                    end = true; // non ho trovato pi risultati (MI FERMO) 
                }  
                i++; 
            } 
             
stringParsed += "\nJSON RAW RETRIEVED:"+secondPartStringParsed; 
            res = new UserlistResult(stringParsed, resultHashList, 
userCount, querySearchUserlist.getQueryComposedString()); 
            informTwitterFrameEndQueryTask(querySearchUserlist, res); 
             
        } catch (TwitterException e) { 
            System.out.println(e.getMessage()); 
            launchPopupNotificationErrorQuery(e.getMessage()); 
        } catch (InterruptedException e) { 
            launchPopupNotificationInterruptedQuery(); 
            System.out.println(e.getMessage()); 
        } 











// QUERY TIPO 2: SEARCH PAROLE CHIAVE NEI TWEET 
    private void searchKeywordsInTweets(boolean searchOnlyNewTweets,  
long lowestIDfetchedFromSavedTweets, long 
greatestIDfetchedFromSavedTweets){ 
 
        TwitterResult res = null; 
        String stringParsed = ""; 
        QueryResult queryResult = null; 
 
        int tweetCount = 0; 
        int remainingTweet =  
     querySearchTweets.getQpSearchTweets().getTweetsSearched()    
     *querySearchTweets.getQpSearchTweets().getRepeatQueryCount(); 
 
        jsonSplittedTweetsToSave = new ArrayList<String>(); 
        int currentSubTask = 1; 
 
        Query query = new Query(querySearchTweets.getQpSearchTweets(). 
getAdvancedSearchedQuery()); 
        query.setCount(querySearchTweets.getQpSearchTweets(). 
getTweetsSearched()); 
 
        Long lowestId; 
        Long greatestId; 
        boolean searchingOldestTweets = true; 
        boolean searchingNewestTweets = false; 
        boolean finito = false; 
         
        // NOTA BENE: Se ho richiesto di cercare solamente nuovi tweets  
(vengono passati come parametri, lowestID e greatestID) 
         
        if (!searchOnlyNewTweets) { 
            lowestId = (long)-1; 
            greatestId = (long)-1; 
        }else { 
            lowestId = lowestIDfetchedFromSavedTweets; 
            greatestId = greatestIDfetchedFromSavedTweets; 
        }    
         
        List<Status> listTweets = new ArrayList<Status>(); 
         
        try {            




                                 
                
availableTaskTillRLS.get(Util.RATE_LIMIT_STATUS_SEARCH_TWEETS). 
acquire();// <--- MI FERMO SUL SEMAFORO  
                 
                if (searchOnlyNewTweets) { 
                    // Prima TWEETS VECCHI (LOWEST_ID=DATA PIU' VECCHIA) 
                    if (searchingOldestTweets) { 
                    query = new Query(querySearchTweets. 
getQpSearchTweets(). 
getAdvancedSearchedQuery()); 
                        
query.setCount(querySearchTweets.getQpSearch
Tweets().getTweetsSearched()); 
                        query.setMaxId(lowestId+1);  
                     
                    // Poi NUOVI TWEETS (GREATEST_ID = DATA PIU’ NUOVA) 
                    if (searchingNewestTweets) { 
                        query = new Query(querySearchTweets. 
getQpSearchTweets().getAdvancedSearchedQuery()); 
                        
query.setCount(querySearchTweets.getQpSearchTweets(
).getTweetsSearched()); 
                        query.setSinceId(greatestId); 
                    }    
                } 
                 
                queryResult = twContext.getTwitter().search(query); 
                 
updateSingleRateLimitStatus(queryResult.getRateLimitStatus
(), Util.RATE_LIMIT_STATUS_SEARCH_TWEETS);  
                 
                int currentQueryTweetCount =  
queryResult.getTweets().size(); 
                 
                if (currentQueryTweetCount > 0) { 
                    for (Status tweet : queryResult.getTweets()) {  
          //IMPORTANTE!!! (X DATATXT-NEX <-- SOLO LINGUE: DE,EN,FR,IT,PT 
              if (Util.DATATXT_LANG_ACCEPTED.contains(tweet.getLang())) { 
                 // IMPORTANTE!!! 
                 // Se saveToDb settato, allora memorizzo il vettore dei  
TWEETS(JSON) per poterli passare al metodo di salvataggio! 
               if (querySearchTweets.getQpSearchTweets().getSaveToDb()) { 
                                
jsonSplittedTweetsToSave.add(JsonUtilOperation.parseOBJECT
JSONtoPRETTYSTRING(tweet)); 
                            } 
              stringParsed +=  
JsonUtilOperation.parseOBJECTJSONtoPRETTYSTRING(tweet); 
                  // Aggiungo tweet alla lista da restituire 
                  listTweets.add(tweet); 
                             
   // TODO (JDK 1.8) CONFRONTO UNSIGNED 64bit                              
  lowestId = (Long.compareUnsigned(tweet.getId(),lowestId)   
  < 0) ? tweet.getId() : lowestId;   // Prendo id minore 
                             
      greatestId = (Long.compareUnsigned(tweet.getId(),greatestId) 
 > 0) ? tweet.getId() : greatestId; // Prendo id maggiore 
                  } 
            }        
             // IMPORTANTE: dalla query precedente, prendo NextQuery                      
if (queryResult.hasNext()) { 
                        query = queryResult.nextQuery(); 
                    }else { 
                   // Se CERCAVO TWEET VECCHI, devo ancora cercare NUOVI 
                   // altrimenti, se stavo cercando TWEET NUOVI e NON CI  
SONO ALTRE QUERY successive possibili, MI FERMO! 
                        if (searchOnlyNewTweets) { 
                         finito = (searchingNewestTweets) ? true : false; 
                        } else { 
                            finito = true; 
                        } 
                    } 
                    // Aggiorno contatore totale 
                    tweetCount += currentQueryTweetCount;  
                }else { 
                    if (searchOnlyNewTweets) { 
                        if (searchingOldestTweets) { 
                            searchingOldestTweets = false; 
                            searchingNewestTweets = true; 
                        }else { 
                         // Se cercavo NUOVI, e ZERO RISULTATI, MI FERMO! 
                            searchingNewestTweets = false; 
                            finito = true; 
                        } 
                    } else { 
                        finito = true; 
                    } 
                } 
                 
                if (finito) { 
                    System.out.println("Query INTERROTTA: non ci sono  
altri nuovi tweet."); // Esco anche se non ho 
finito il numero di sub-task ripetizioni! Finito i 
tweet disponibili sulle pagine recenti! 
                } 
                currentSubTask++; 
            } 
             
            // Al termine restituisco il risultato con struttura apposita 
            res = new TwitterResult(stringParsed, listTweets, tweetCount,  
querySearchTweets.getQueryComposedString()); 
            informTwitterFrameEndQueryTask(querySearchTweets, res); 
             
        } catch (TwitterException e) { 
            System.out.println(e.getMessage()); 
            launchPopupNotificationErrorQuery(e.getMessage()); 
        } catch (InterruptedException e) { 
            launchPopupNotificationInterruptedQuery(); 
            System.out.println(e.getMessage()); 
        } 
















import … … 
 
public class DataTXTNexExecutor { 
     
    private TwitterFrame tf; 
    private MongoDBContext mongoDBcontext; 
 
    public DataTXTNexExecutor(TwitterFrame tf,  
MongoDBContext mongoDBcontext) { 
        this.tf = tf; 
        this.mongoDBcontext = mongoDBcontext; 
    } 
 
    public void runGetRequestFromDataTXTNex_SingleTweet(String text,  
String lang, Map<String,String> 
extractionParameters, String[] extractionInclude) { 
        final String txt = text; 
        final Map<String,String> exPar = extractionParameters; 
        final String[] exIncl = extractionInclude; 
        final String language = lang; 
         
        new Thread(new Runnable() { 
            @Override 
            public void run() { 
                // FORZO LA LINGUA (PER NON INCORRERE IN ERRORI  
NELL'AUTO-RECOGNITION DI DATATXT-NEX) (2)*               
                exPar.remove(DataTxtUtil.PAR_LANG_LABEL); 
                exPar.put(DataTxtUtil.PAR_LANG_LABEL, language); 
                 
                NEXResponse nexResponse =  
DataTXTOperation.callGetRequestDataTxtNex(-
1, "", txt, exPar, exIncl); 
                String prettyStringResponse =  
JsonUtilOperation.parseSTRINGJSONtoPRETTYSTRING(nex
Response.getJsonHttpResponse());  




            } 
        }).start(); 
    } 
     
    public void runGetRequestFromDataTXTNex_ListOfTweet( 
List<Status> listTweets, Map<String, String> 
extractionParameters, String[] extractionInclude, String 
collectionNameWithoutNex, Double confidence) { 
 
        final List<Status> listTw = listTweets; 
        final Map<String,String> exPar = extractionParameters; 
        final String[] exIncl = extractionInclude; 
        final String collectionCompleteName =  
"nex."+collectionNameWithoutNex;           
final Double conf = confidence; 
         
        new Thread(new Runnable() { 
            @Override 
            public void run() { 
  
// IMPORTANTE: PRIMA DI EFFETTUARE CHIAMATE A SERVIZIO DataTXT-NEX               
//                
//      1) CONTROLLO se ho NEXResponse nel DB (stessa CONFIDENZA) 
//        (TOLGO IDTweet di quelli presenti, EVITA CALL SUPERFLUE)                
//       
//      2) DATATXT, non gestisce lingue diverse da: IT-EN-DE-PT-FR 
//          (TWEET prelevati da Twitter solo con queste lingue) 
//          INOLTRE ---> FORZO IMPOSTAZIONE LINGUA (NON-AUTO)  
                




                List<Status> list = new ArrayList<Status>(); 
                 
                for (Status s : listTw) { 
                    if (!idTweetsInNexDB.contains(s.getId())) { 
                        list.add(s); 
                    } 
                } 
                 
                if (list.size()>0) { 
                    int i = 0; 
                    List<NEXResponse> listNexResponse =  
new ArrayList<NEXResponse>(); 
                    int limitMinimumDatatxtNex =  
Util.LIMIT_MINIMUM_DATATXT_NEX+1;  
                    
while((i<list.size()&&limitMinimumDatatxtNex>Util.L
IMIT_MINIMUM_DATATXT_NEX)){  
                        // FORZO LA LINGUA (PER NON INCORRERE IN ERRORI  
NELL'AUTO-RECOGNITION DI DATATXT-NEX) (2)*               
                        exPar.remove(DataTxtUtil.PAR_LANG_LABEL); 
                        exPar.put(DataTxtUtil.PAR_LANG_LABEL,  
list.get(i).getLang()); 
             




et(i).getText(), exPar, exIncl);  
                         
// IMPORTANTE: Aggiorno il LIMITE per DATATXT-NEX 
                        limitMinimumDatatxtNex =  
nexResponse.getxDlUnitLeftLimit(); 
                        tf.updateDataTxtNEXlimit(limitMinimumDatatxtNex); 
                         
                        tf.updateDataTxtNEXprogressValueInc(false); 
                         
                        listNexResponse.add(nexResponse); 
                        i++; 
                    } 
 





                    // Aggiorno barra (TRUE = BARRA PIENA) 
                      tf.updateDataTxtNEXprogressValueInc(true); 
                    // Mostro risultati in tabella 
                    HashMap<String,Double> hashResult =  
MongoDbOperation.getHashmapWithUserlistAndTopicsCou
nt(mongoDBcontext.getDb(), collectionCompleteName); 




                } 
            } 
        }).start(); 















public class DataTXTOperation { 
     
    public static NEXResponse callGetRequestDataTxtNex( 
long idTweet, String userlistName, String text, 
Map<String,String> extractionParameters,  
String[] extractionInclude){ 
 
        DataTXT dataTXT = new  
DataTXT(extractionParameters,extractionInclude); 
 
        return executeExtraction(dataTXT, idTweet, userlistName, text); 
    } 
     
    private static NEXResponse executeExtraction(DataTXT dataTXT,  
long idTweet, String userlistName, String text){ 
 
        try { 
            NEXResponse res = dataTXT.extractNamedEntities( 
idTweet, userlistName, text); 
            return res; 
 
        } catch (Exception e) { 
            e.printStackTrace(); 
            return null; 
        } 
    } 
} 
protected HttpEntity createExtractionRequestBody(final long idTweet,  
final String userlistName, final String text, final 
Map<String, String> extractionSettings) throws 
UnsupportedEncodingException { 
         
final ParameterList parameters = new ParameterList(); 
        this.idTweet = idTweet; 
        this.userlistName = userlistName; 
        this.text = text; 
         
        parameters.add("lang",  
extractionSettings.get(DataTxtUtil.PAR_LANG_LABEL)); 
        parameters.add("text", text); 
        parameters.add("min_confidence",  
    extractionSettings.get(DataTxtUtil.PAR_MIN_CONFIDENCE_LABEL)); 
        parameters.add("min_length",  
extractionSettings.get(DataTxtUtil.PAR_MIN_LENGTH_LABEL)); 
        parameters.add("social.hashtag",  
    extractionSettings.get(DataTxtUtil.PAR_PARSE_HASHTAG_LABEL)); 
        parameters.add("social.mention",  
    extractionSettings.get(DataTxtUtil.PAR_PARSE_MENTION_LABEL)); 
 
        if (extractionIncludeValues.length != 0) { 
            String includes = extractionIncludeValues[0]; 
            for (int i = 1; i < extractionIncludeValues.length; i++) { 
                includes += "," + extractionIncludeValues[i]; 
            } 
            parameters.add("include", includes); 
        } 
        parameters.add("$app_id",  
getServiceSetting(DataTxtUtil.PAR_APP_ID_LABEL)); 
        parameters.add("$app_key",  
getServiceSetting(DataTxtUtil.PAR_APP_KEY_LABEL)); 
        return parameters.toEntity(); 









































// QUERY TIPO 4: SEARCH LISTA RETWEETS 
private void searchFollowersRetweetsGraph() {    
try { 
    timeRetweetGraphCalulateStarted = new SimpleDateFormat 
("yyyy-MM-dd hh-mm-ss").format(new Date()); 
 
    univokeExactlyRetweetFakeId = -1; 
    userAnalyzedCount = 0; 




    controlloRLS(Util.RATE_LIMIT_STATUS_SHOW_STATUS); 
    Status rootTweet = twContext.getTwitter().showStatus( 
querySearchRetweets.getIdRootTweet()); 
    updateSingleRateLimitStatus( 
rootTweet.getRateLimitStatus(), 
Util.RATE_LIMIT_STATUS_SHOW_STATUS); 
     
    appendRowToStringBuilder( 
"TWEET SOURCE (ROOT): "+rootTweet.getText()); 
    appendRowToStringBuilder("RETWEETS:"+rootTweet.getRetweetCount()); 
    appendRowToStringBuilder("\n");  
String startsFrom = 
(querySearchRetweets.isStartWithRetweetersFirst()) ?  
"(STARTS FROM RETWEETERS'IDS)" : "(STARTS FROM FOLLOWERS'IDS)"; 
    appendRowToStringBuilder("DEPTH:  
"+querySearchRetweets.getMaxDepthRetweeters()+"   BREATH: 
"+querySearchRetweets.getMaxBreathRetweeters()+"   "+startsFrom); 
    // Creo nodo radice dell'albero dei retweet 
    tree = new RetweetTree(rootTweet.getUser().getId(),  
Util.NODE_ROOT_LABEL+rootTweet.getRetweetCount()); 
    // Inserisco UTENTE ROOT nella lista GraphUser 
    if (rootTweet.getUser() != null) {               
        retweetersInfos.add(getGraphUserInfoFrom(rootTweet.getUser())); 
    } 
    // AGGIORNO BARRA TF 
    informTwitterFrameUpdateProgressBarUserRetweetGraph(false); 
    userAnalyzedCount++; 
     
    int currentDepthLevel = 0; 
    /*** RICERCO TUTTI I FOLLOWER/RETWEETERS DELL'UTENTE CHE HA FATTO  
PARTIRE IL "ROOTTWEET" ***/ 
    List<Long> followersIDs; 
    if (!querySearchRetweets.isStartWithRetweetersFirst()) { 
        followersIDs = getFollowersIdsOf(rootTweet.getUser().getId(),  
querySearchRetweets.getMaxBreathRetweeters()); 
    }else { 
        followersIDs = new ArrayList<Long>(); 
availableTaskTillRLS.get(Util.RATE_LIMIT_STATUS_RETWEETERS_IDS).ac
quire(); 
        controlloRLS(Util.RATE_LIMIT_STATUS_RETWEETERS_IDS); 
        IDs retwIDs = twContext.getTwitter(). 
getRetweeterIds(rootTweet.getId(), -1); 
        updateSingleRateLimitStatus(retwIDs.getRateLimitStatus(),  
Util.RATE_LIMIT_STATUS_RETWEETERS_IDS); 
        boolean endRetweeters = false; 
         
        while ((twContext.getLastRateLimitStatusChecked().get( 
Util.RATE_LIMIT_STATUS_RETWEETERS_IDS).getRemaining() >= 
Util.LIMIT_MINIMUM_RATE_LIMIT_STATUS) 
                &&(!endRetweeters)) { 
             
            LOOP: for (Long id : retwIDs.getIDs()) { 
                followersIDs.add(id); 
                if (followersIDs.size() >=  
querySearchRetweets.getMaxBreathRetweeters()) { 
                    endRetweeters = true; 
                    break LOOP; 
                } 
            } 
            if ((retwIDs.hasNext())&&(!endRetweeters)) { 
                long nextCursor = retwIDs.getNextCursor(); 
                availableTaskTillRLS.get( 
Util.RATE_LIMIT_STATUS_RETWEETERS_IDS).acquire(); 
                controlloRLS(Util.RATE_LIMIT_STATUS_RETWEETERS_IDS); 
                retwIDs = twContext.getTwitter().getRetweeterIds( 
rootTweet.getId(), nextCursor); 
                updateSingleRateLimitStatus( 
retwIDs.getRateLimitStatus(), 
Util.RATE_LIMIT_STATUS_RETWEETERS_IDS); 
            }else { 
                endRetweeters = true; 
            }    
        } 
    } 
    currentDepthLevel++; 
 
    /*** RICERCO IL RETWEET NELLA TIMELINE DEGLI UTENTI (FOLLOWER)  
PRECEDENTEMENTI REPERITI ********************************/ 
    for (int i = 0; i < followersIDs.size(); i++) {                  
        recursiveSearchOnFollower(rootTweet, currentDepthLevel,  
rootTweet.getUser().getId(), rootTweet.getId(), 
followersIDs.get(i)); 
    }                                                
// AGGIORNO BARRA TF (RAGGIUNGO IL MASSIMO ANCHE SE  
L'ALBERO NON ERA PIENO = TRUE) 
    informTwitterFrameUpdateProgressBarUserRetweetGraph(true); 
    informTwitterFrameEndSearchRetweets(); 
} catch (TwitterException e) { 
    System.out.println(e.getMessage()); 
    launchPopupNotificationErrorQuery(e.getMessage()); 
} catch (InterruptedException e) { 
    launchPopupNotificationInterruptedQuery(); 




private void recursiveSearchOnFollower(Status rootTweet, int 
currentDepthLevel, Long parentUserId, Long parentTweetId, long userID){ 
try { 
    // Se il FOLLOWER ha condiviso il RETWEET  
(lo AGGIUNGO all'albero, e CERCO NEI SUOI FOLLOWERS){ 
    availableTaskTillRLS.get(Util.RATE_LIMIT_STATUS_SHOW_USER).acquire(); 
    controlloRLS(Util.RATE_LIMIT_STATUS_SHOW_USER); 
    User user = twContext.getTwitter().showUser(userID);             
    if (user != null) {              
        retweetersInfos.add(getGraphUserInfoFrom(user)); 
        // AGGIORNO BARRA TF 
        informTwitterFrameUpdateProgressBarUserRetweetGraph(false); 
        userAnalyzedCount++; 
    } 
    // Aggiorno RLS (RATE_LIMIT_STATUS_SHOW_USER)    
    updateSingleRateLimitStatus(user.getRateLimitStatus(),  
Util.RATE_LIMIT_STATUS_SHOW_USER);  
    // Cerco il RETWEET all'interno della TIMELINE dei FOLLOWER 
    /*** QUERY ESATTA - RETWEET ***/         
    availableTaskTillRLS.get( 
Util.RATE_LIMIT_STATUS_SEARCH_TWEETS).acquire(); 
    controlloRLS(Util.RATE_LIMIT_STATUS_SEARCH_TWEETS); 
    // Se sono partito da RETWEET (QUERY NON AGGIUNGO "RT @userCorrente" 
    Query query; 
    if (rootTweet.getText().substring(0, 2).equals("RT")) { 
        query = new Query(rootTweet.getText()+"  
from:"+user.getScreenName()+" include:retweets"); 
    }else { 
        query = new Query("RT @"+rootTweet.getUser().getScreenName()+": " 
+rootTweet.getText()+" from:"+user.getScreenName()+" 
include:retweets"); 
    } 
    QueryResult queryResult = twContext.getTwitter().search(query); 
    // Aggiorno RLS (RATE_LIMIT_STATUS_SEARCH_TWEETS)        
    updateSingleRateLimitStatus(queryResult.getRateLimitStatus(),  
Util.RATE_LIMIT_STATUS_SEARCH_TWEETS); 
    int tweetCount = queryResult.getTweets().size(); 
     
    // Faccio la QUERY per TOPIC (T) SOLAMENTE se non ho trovato quella  
ESATTA (E) <---- RISPARMIO RLS SEARCH-TWEETS 
    int tweetTopicCount = 0; 
    QueryResult queryTopicResult = null; 
    if (tweetCount <= 0) { 
        /*** QUERY NON ESATTA - CERCO SOLAMENTE STESSO TOPIC ***/ 
        availableTaskTillRLS.get( 
Util.RATE_LIMIT_STATUS_SEARCH_TWEETS).acquire(); 
        controlloRLS(Util.RATE_LIMIT_STATUS_SEARCH_TWEETS); 
        Query queryTopic = new  
Query(querySearchRetweets.getTopicRetweet()+" 
from:"+user.getScreenName()+" include:retweets"); 
        queryTopicResult = twContext.getTwitter().search(queryTopic); 
        // Aggiorno RLS (RATE_LIMIT_STATUS_SEARCH_TWEETS)        
        updateSingleRateLimitStatus( 
queryTopicResult.getRateLimitStatus(), 
Util.RATE_LIMIT_STATUS_SEARCH_TWEETS); 
        tweetTopicCount = queryTopicResult.getTweets().size(); 
    } 
    /*** SE L'UTENTE HA EFFETTUATO IL RETWEET DELLO STESSO STATUS ***/ 
    if (((Long.compare(rootTweet.getId(), parentTweetId) == 0) 
&&(querySearchRetweets.isStartWithRetweetersFirst())) // RETWEETS            
||(tweetCount > 0)) {    
        Long retweetId; 
        if (tweetCount > 0) { 
            Status tweet = queryResult.getTweets().get(0); 
            retweetId = tweet.getId(); 
        }else { 
            retweetId = univokeExactlyRetweetFakeId; 
            univokeExactlyRetweetFakeId--; 
        } 
        // AGGIUNGO NODO 
        tree.addNode(parentUserId, user.getId(),  
Util.NODE_EXACTLY_RETWEET_LABEL+tweetCount); 
        currentDepthLevel++; 
        // Se non ho ragggiunto l'ultimo livello di FOLLOWER 
        if ((currentDepthLevel <  
querySearchRetweets.getMaxDepthRetweeters()) 
&&(!twContext.getStopRunningRetweetSearch())) { 
            List<Long> followersIDs = getFollowersIdsOf( 
user.getId(), 
querySearchRetweets.getMaxBreathRetweeters()); 
            /*** RICERCO RETWEET IN TIMELINE (FOLLOWER) REPERITI ****/ 
            for (int i = 0; i < followersIDs.size(); i++) { 
                recursiveSearchOnFollower(rootTweet, currentDepthLevel,  
user.getId(), retweetId, followersIDs.get(i)); 
            }    
        } 
    } 
    /*** SE L'UTENTE HA CONDIVISO UNO/PIU' STATUS CON STESSO "TOPIC" ***/ 
    else if (tweetTopicCount > 0) { 
        Status tweet = queryTopicResult.getTweets().get(0); 
        // AGGIUNGO NODO 
        tree.addNode(parentUserId, user.getId(), 
Util.NODE_TOPIC_RETWEET_LABEL+tweetTopicCount);             
        currentDepthLevel++; 
        // Se non ho ragggiunto l'ultimo livello di FOLLOWER  
        if ((currentDepthLevel <  
querySearchRetweets.getMaxDepthRetweeters())&&(!twContext.
getStopRunningRetweetSearch())) { 
            List<Long> followersIDs = getFollowersIdsOf(user.getId(),  
querySearchRetweets.getMaxBreathRetweeters()); 
            /* RICERCO IL RETWEET NELLA TIMELINE DEI FOLLOWER REPERITI */ 
            for (int i = 0; i < followersIDs.size(); i++) { 
                recursiveSearchOnFollower(rootTweet, currentDepthLevel,  
user.getId(), tweet.getId(), followersIDs.get(i)); 
            }    
        } 
    }  
    /* SE NON HO NESSUNA DELLE PRECEDENTI, CONTROLLO SE NON E' PUBBLICO*/ 
    else if (user.isProtected()) { 
        tree.addNode(parentUserId, user.getId(),  
Util.NODE_NOT_PUBLIC_LABEL); 
    } 
    /* UTENTE DI CUI NON SI VEDE ALCUN TWEET (NESSUNA DELLE PRECEDENTI)*/ 
    else { 
        tree.addNode(parentUserId, user.getId(), Util.NODE_ANY_TWEET); 
    } 
} catch (TwitterException e) { 
    launchPopupNotificationErrorQuery(e.getMessage()); 
} catch (InterruptedException e) { 
    launchPopupNotificationInterruptedQuery(); 
} 
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