We prove that any prime p satisfying φ(p − 1) ≤ (p − 1)/4 contains two consecutive quadratic non-residues modulo p neither of which is a primitive root modulo p. This improves on results by Luca et al. [4] and Gun et al. [3] .
Introduction
Let p be an odd prime: it is well-known that there are (p − 1)/2 quadratic non-residues and φ(p − 1) primitive roots modulo p. Therefore, provided 1 that φ(p − 1) < (p − 1)/2 there will be some quadratic non-residues that are not primitive roots. Following Gun et al. [3] we denote these as QNRNPs. Luca et al. [4] , building on work by Gun et al. [2] showed that for any fixed ǫ ∈ (0, 1 2 ) one can always find n consecutive QNRNPs modulo p provided that
, n 651n log log(10n)
.
Choosing n = 2 in (1) means that one requires p ≥ 10 430 irrespective of the value of ǫ. By contrast, Cohen, Oliveira e Silva and Trudgian [1] proved that all p > 61 have three consecutive primitive roots. The multiplicative structure of primitive roots makes their detection much easier than that of QNRNPs.
Gun et al. [3] proved that for n = 2 and ǫ = 1 3 one may remove the lower bound on p in (1) . This then yields a complete result for those primes p satisfying φ(p − 1) ≤ (p − 1)/6. It is straightforward to check that p = 300 690 391 is the smallest such prime.
One could improve this by furnishing a complete result for some ǫ < 1 3 . The goal of this paper is to take ǫ = 1 4 and to prove Theorem 1. Any p satisfying φ(p − 1) ≤ (p − 1)/4 contains two consecutive QNRNPs.
We note that the sequence of such primes starts with 211, 331, 421, 631, . . .. Throughout this paper we use the following notation: ω(n) is the number of distinct prime divisors of n, µ(n) is the Möbius function, and q i is the ith prime.
The outline of this paper is as follows. In Sections 2 and 3 we treat large and small values of ω(p − 1). In Section 4, we present computational details that complete the proof of Theorem 1. We conclude, in Section 5, with some possible extensions and conjectures.
2 Bound for large ω(p − 1)
For brevity, we merely state some necessary results from [4] . For k a positive integer, let
The last displayed equation in [4, p. 5] implies the following criterion, the satisfaction of which guarantees the existence of two consecutive QNRNPs modulo p:
As in [4] we bound the sums in (2) by noting that for ω(p − 1) ≥ 2 we have 2k ν=1
2k . We now seek to bound θ k (p). We have
To bound (3) we note that
where
since for ω(p − 1) = n we have that p ≥ 2 · 3 · 5 · · · q ω(p−1) + 1. To estimate (5) we use the following results ω(n) ≤ 1.385 log n log log n (n ≥ 3),
p n ≤ n(log n + log log n) (n ≥ 6),
which are respectively [6, Thm 10] and [7, (3.20) and (3.13)]. We also use the inequality ν! ≥ (ν/e) ν , which is valid for all ν ≥ 1. Although sharper versions of these inequalities are available, the present ones are sufficient for our purposes. For any k ≥ eP we have
Therefore taking k = max{[eP ] + 1, log(2/ǫ)/(2 log 2)} we ensure that the sum in (7) is at most ǫ/2. This shows, from (3), and from the assumption that
We now insert our bounds for (6) . These bound ω(p − 1), P , and hence k. For ǫ = 1/4, a quick computer check verifies Theorem 1 for all p with ω(p − 1) ≥ 48. Before considering these cases in the next section, we briefly dispense with the case ω(p − 1) = 1.
and inserting this into (2) proves the existence of two consecutive QNRNPs provided that p > 1600. It is easy to check that there are no p < 1600 satisfying both
We note that we only need this lower bound since (2) is increasing in θ k (p) provided that
Therefore, we have two consecutive QNRNPs modulo p if
We now proceed as follows. For a given value of ω(p − 1) ∈ [1, 47] we check whether for some k ∈ [1, ω(p − 1)] we satisfy (9) and (10) for p ≥ 2 · 3 · · · · q ω(p−1) + 1.
If so, we have verified Theorem 1 for this particular value of ω(p − 1). For example when
84 . For k = 3 we find that (10) is satisfied and that (9) is true except possibly when p < 3.7 · 10 29 . Since this is less than 10 84 we conclude that Theorem 1 is true for ω(p − 1) = 47. Similarly for 28 ≤ ω(p − 1) ≤ 47 we find we may take k = 3 and for 15 ≤ ω(p − 1) ≤ 27 we may take k = 2. We are left with all those p satisfying 2 ≤ ω(p − 1) ≤ 14.
For each value of ω(p − 1) we can choose the k that minimises the right-side of (9). We have now created an interval that needs further checking. We summarise these intervals in Table 1 below: in each case except the last the optimal value is k = 2. 
Computational details and the proof of Theorem 1
To illustrate the computational part of the proof of Theorem 1 we break the proof into two cases based on the values of ω(p − 1) listed in Table 1 .
In this case we checked the two consecutive QNRNPs directly by finding primes p satisfying Table 1 for 2 ≤ ω(p − 1) ≤ 9. We coded this using the C/C++ library, which generates primes using the sieve of Eratosthenes and the gmp library. The check for two consecutive QNRNPs, shown in Algorithm 3, was implemented in C++ and gmp. We give a partial list of these primes with their 2 consecutive QNRNPs in Table 2 . We found that all these primes have at least two consecutive QNRNPs. This proves Theorem 1 for 2 ≤ ω(p − 1) ≤ 9.
When
In these cases the intervals in Table 1 are too large to enumerate the primes contained within them. Instead, we follow the approach used in [5] consider divisibility of p − 1 by small primes. Note that when p i |p − 1 for some prime p i , we have fewer values to check in our interval. On the other hand, whenever we have p j ∤ p − 1, the lower bound on p increases and, once we readjust our P in (5) our upper bound decreases -whence the size of the interval decreases. Proceeding in this way we shrink the interval to some manageable width such that we can enumerate the remaining cases. We shall call this process of considering p i |p − 1 and p j ∤ p − 1 the prime divisor tree.
For example, when ω(p − 1) = 14 there are 3.0 · 10 16 numbers in the interval to check: this is unmanageable. We start with p − 1 ∈ (1.3 · 10 16 , 4.3 · 10 16 ). We immediately deduce that 2, 3, . . . , 13 all divide p − 1. For instance, take 13: if 13 ∤ (p − 1) then
16 .
However, we only needed to check p − 1 ≤ 4.3 · 10 16 and this is a contradiction. All we have done here is to increase the lower bound. We cannot, at this stage deduce that 17 divides p − 1. For that we need to look at the upper bound on our interval.
Suppose that 17 ∤ (p − 1). Then, as before, we can increase our lower bound to show we need only check those p with p − 1 ≥ 3.6 · 10 16 . We now change our upper bound by altering P in (5). Since 17 cannot divide p − 1, and since p must have 14 prime factors, we delete 1/17 from P and replace it by 1/q 15 , that is, the reciprocal of the 15th prime. We find that we need only check p < 3.2 · 10 16 -this is a contradiction since our lower bound was 3.6 · 10 16 . We therefore deduce that 2, 3, 5, 7, 11, 13, 17 primes all divide p − 1. The product of these primes is D = 510510. Hence p − 1 = D · n ∈ (1.3 · 10 16 , 4.3 · 10 16 ). This gives 5.9 · 10 10 values of n to check -a substantial saving on the 3.0 · 10 16 we had earlier. We note that we can keep splitting into deeper sub-cases cases if required. For example, we could consider 7 ∤ (p − 1) and 11 ∤ (p − 1). When we have k such cases we say that we have gone down the prime divisor tree to level k.
Suppose we now wish to enumerate the 5.9 · 10 10 possible exceptions that we have found above. We proceed to compute the following 1. Find all primes p such that p − 1 = D · n ∈ (1.3 · 10 16 , 4.3 · 10 16 ).
2. Check that ω(p − 1) = 14.
3. Check φ(p − 1) ≤ (p − 1)/4. Primes satisfying these first three steps will give us an initial list of primes.
4. Check this initial list against the sieving criteria equations (9) and (10).
5. Place the p on our initial list that do not satisfy (9) and (10) into a final list of primes.
6. Finally check this final list of primes for 2 consecutive QNRNPs.
We now present the pseudocode of the three algorithms used in the proof of Theorem 1.
1. Prime divisor tree: This algorithm examines whether small primes p i divide p − 1.
Algorithm 1: Prime divisor tree
Data: L = {2, 3, 5, 7, · · · , n = q ω(p−1) } list of distinct primes. Input: Let p − 1 ∈ I where I is an interval I = (lower, upper) see Table 1 .
where p i are primes which divide p − 1.
11
Evaluate the sieving criteria equation (9) below by setting:
if P rod > R and P rod ∈ I then
For completeness, we give the list of primes dividing p − 1 for each respective ω(p − 1). The output of this algorithm is summarised in Table 3 .
Primes which must divide p − 1 for each ω(p − 1) Table 3 : List of primes dividing p − 1 with respect to ω(p − 1).
The output of Algorithm 1 in Table 3 will be used in the next algorithm to find the initial list of primes.
Sieving the initial list of primes:
We use this algorithm to check the initial list against the sieving criteria in (9) and (10). Primes that do not satisfying the sieving criterion will go in the final list of primes. The final lists are presented in Table 4 . 12 return S 40112098026 · n = D · n ∈ I 13 = (3.04 · 10 14 , 1.07 · 10 16 ). We find that there are 541 primes in our initial list. A sample of these is provided in Table 5 . Table 5 : Initial list of primes when ω(p − 1) = 13.
From this initial list of primes 335 out of 541 do not satisfy equation (9). These are added to the final list of primes to check. Using Algorithm 3 we found that all primes in the final list have two consecutive QNRNPs -see Table 6 below. have at least two consecutive QNRNPs. This completes the proof of Theorem 1.
Conclusion
Our result could be extended in two natural directions. First, for a given ǫ obtain the largest N such that all primes p satisfying φ(p − 1)/(p − 1) ≤ (p − 1) have two consecutive QNRPNs.
