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Namen diplomske naloge je predstavitev migracije iz razvijalskega okolja 
PowerBuilder 12.5.2 na okolje PowerBuilder 2019 R2. V podjetju 3Tav se kot 
razvijalsko okolje uporablja integrirano razvojno okolje PowerBuilder, ki pa je zaradi 
malo starejše verzije iz leta 2012 potrebno posodobitve, zato smo se odločili, da v 
okviru diplomske naloge začnemo z načrtovanjem posodobitve programov, s katerim 
želimo programe narediti še bolj logične za uporabo, predvsem pa jih posodobiti tudi 
na vizualni ravni. 
 
V prvem delu bomo predstavili podjetje, nato osnovno logiko in delovanje okolja 
PowerBuilder 12.5.2, ki sta enaka v vseh verzijah. Kasneje bomo opisali vse 
spremembe, ki so se zgodile v zadnjih sedmih letih in so se izkazale kot najbolj 
koristne, da se uporabijo pri posodobitvah s prikazom praktične uporabe 
implementacije. Raziskali smo tudi možnosti uporabe komponent, razvitih s strani 
razvijalcev okolja PowerBuilder, s katerimi bi si olajšali delo in pohitrili posodobitev 
naših programov. V praktičnem delu smo z uporabo novo pridobljenih znanj prenovili 
okolje 3Tav, namenjeno zagonu programov v našem informacijskem sistemu IS21. 
Celoten proces smo dokumentirali, podajamo pa tudi primerjavo delovanja in izgleda 
pred prenovo in po prenovi.  
 







The purpose of the thesis is to present the migration from the development 
environment PowerBuilder 12.5.2 to environment PowerBuilder 2019 R2. The 
company 3Tav uses the integrated development environment PowerBuilder as a 
development environment, but due to a slightly older version from 2012 updates are 
needed, therefore we decided to start planning program updates as a part of the diploma 
thesis, with which we want to make programs even more logical to use, and above all 
to update them on a visual level. 
 
In the first part, we will present the company, then the basic logic and operation of 
PowerBuilder 12.5.2 which are the same in all versions. Later, we will describe all the 
changes that have taken place in the last seven years and have proven to be the most 
useful to apply in updates showing the practical application of the implementation. We 
also explored the possibilities of using components developed by PowerBuilder 
developers to make our work easier and speed up the updating of our programs. In a 
practical part, we used newly acquired knowledge to renovate the 3Tav environment 
intended for launching programs in our IS21 information system. We have 
documented the entire process, and we also provide a comparison of performance and 
appearance before and after the renovation. 
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AI Artificial intelligence – umetna inteligenca 
API Application programming interface – vmesnik za 
programiranje 
CRUD Create, read, update in delete – ustvari, preberi, posodobi, 
izbriši 
DLL Dynamic-link library – dinamično povezana knjižnica 
GIT Odprtokodni sistem za verzioniranje datotek 
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IDE Intergrated developmnet enviroment – intergrirano razvojno 
okolje 
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REST Representational state transfer – reprezentativni državni 
prenos je arhitekturni stil za načrtovanje spletnih aplikacij 
RGB Red, green, blue – rdeča, zelena, modra – barvni model, s 
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objektov za izmenjavo strukturiranih informacij, ki so 
implemenetirane v spletnih storitvah 
SQL Structured query language – strukturiran poizvedovalni jezik 
je programski jezik, namenjen delu z bazami podatkov 





1  Uvod 
V okviru študentskega dela sem se v podjetju 3Tav srečal z informacijskim sistemom 
podjetja, imenovanem IS21, ki ga podjetje trži strankam – večinoma komunalnim 
podjetjem ter podjetjem, ki za potrebe svojega dela uporabljajo masovno 
zaračunavanje (na primer elektrike, porabe vode, plina). Narava poslovanja takšnih 
podjetij vključuje kompleksne procese kot so npr. beleženje vseh opravljenih storitev, 
kupljenih artiklov, izdajo plač, masovno zaračunavanje, ki pa morajo ažurno slediti 
tudi zakonodaji tega področja, zato je nujna digitalizacija vseh procesov podjetja ter 
prilagoditev specifikam posamezne stranke. 
 
Kratka analiza programskih rešitev za digitalizacijo procesov, ki se uporabljajo tudi v 
drugih panogah, kot so trgovine, manjša gradbena podjetja in proizvodnje, je pokazala, 
da gre večinoma za zelo stare rešitve, z neprivlačnim izgledom ter visoko zahtevnostjo 
za uporabnika. 
 
Menimo, da so programi in moduli v informacijskem sistemu IS21 zasnovani dokaj 
logično, vsebinski del programov pa glede na število zadovoljnih strank v skoraj dveh 
desetletjih delovanja ni oporečen. Izkazalo se je, da je informacijski sistem potreben 
posodobitve izgleda ter izboljšanja uporabnosti programov, z namenom, da stranke 
delajo zgolj s podatki, ki jih potrebujejo, da v čim krajšem času in s čim manj kliki 
dosežejo maksimalni rezultat. V podjetju za gradnjo programov uporabljamo 
integrirano razvojno okolje (angl. integrated development environment – IDE) – 
PowerBuilder 12.5.2, na katerega so v podjetju prešli pred 7 leti iz verzije 8, trenutno 
pa je najaktualnejša verzija 2019 R2, predstavljena letos. Ravno zato smo se odločili, 
da ob prenovi posodobimo naše razvojno okolje, ki s posodobitvami, ki jih je podjetje 
Appeon (pred njimi pa podjetje Sybase) lansiralo v zadnjih letih, ponudi programerjem 
nove možnosti, kako implementirati vse uporabne novosti, olajšati programiranje ter 
pohitriti kakšen korak vsakodnevnega dela, ki bo sledilo po končani prenovi.
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2  Podjetje 3Tav 
2.1  Splošno o podjetju 
Podjetje 3Tav, d. o. o., je uveljavljena slovenska družba, ki deluje na področju 
razvoja informacijskih rešitev za srednja in večja podjetja. Deluje od leta 2001, njihove 
izkušnje s področja informacijskih tehnologij in velikih poslovnih sistemov pa so 
bogatejše še za nekaj desetletij. Podjetje šteje 25 zaposlenih, ki so razporejeni 
večinoma na lokaciji v Novem mestu, kjer je tudi sedež podjetja ter v Ljubljani, nekaj 
zaposlenih pa dela v Kopru, Slovenj Gradcu ter v Velenju. Poleg vseh redno 
zaposlenih pa občasno tam delava še 2 študenta. Informacijski sistem IS21 obsega 
module programov, namenjene financam ter računovodstvu, nadzoru terjatev, plačam 
in kadrom, materialno–skladiščnemu poslovanju, proizvodnji s prodajo, obračunu in 
storitvam ter poslovni analitiki. Del podjetja se ukvarja še s programi za proizvodnjo 
ter dela tudi na evropskih projektih na področju umetne inteligence (angl. artificial 
intelligence – AI) v energetiki ter obračunu.  
 
Slika 1: Logotip podjetja 3Tav 
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2.2  Reference 
IS21, prilagojen komunalam in energetiki: 
 
JAVNO PODJETJE KOMUNALA SLOVENJ 
GRADEC, d. o. o. 
ISTRABENZ PLINI, d. o. o. 
PLINARNA MARIBOR, d. o. o GEN – I, d. o. o 
KOMUNALNO PODJETJE VELENJE, d. o. o.  KOMUNALA  TREBNJE, 
d. o. o. 
RIŽANSKI VODOVOD KOPER, d. o. o. INFRASTRUKTURA BLED,  
d. o. o. 
VODOVODI IN KANALIZACIJA NOVA  
GORICA, d. o. o. 
14. KOMUNALA NOVO 
MESTO, d. o. o. 
KOMUNALA KRANJ, JAVNO PODJETJE, 
 d. o. o. 
KOMUNALNO PODJETJE 
BREŽICE, d. o. o. 
JAVNO KOMUNALNO PODJETJE PRODNIK, 
d. o. o. 
PONIKVE KRK, d.o.o. 
JAVNO PODJETJE KOMUNALA TRBOVLJE, 
d. o. o. 
ELEKTRO GORENJSKA 
PRODAJA, d. o. o. 
JAVNA DRUŽBA EDŠ, d. o. o., ŠENTJERNEJ ELEKTRO CELJE ENERGIJA, 
d. o. o. 
JAVNO KOMUNALNO PODJETJE 
BREZOVICA, d. o. o. 
JAVNO KOMUNALNO 
PODJETJE KOČEVJE, d. o. o. 
INTERENERGO, d. o. o. ISTARSKI VODOVODI, d. o. o. 
E.ON, d.o.o.  
 
Informacijski sistem IS21 prilagojen za ostale stranke: 
SŽ - CENTRALNE DELAVNICE LJUBLJANA, d. o. o. 
BPH, d. o. o. 
 
Informacijski sistem za proizvodna podjetja – UPRO: 
LIPIS, d. o. o. INPLET PLETIVA, d. o. o. 
VISTEAM, d. o. o. PARON, d. o. o. 
MODEMA, d. o. o. KAAAP, d. o. o. 
INO BREŽICE, d. o. o. PODGORJE, d. o. o. 
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2.3  Informacijski sistem IS21 
Glavni produkt podjetja 3Tav predstavlja informacijski sistem IS21. Zasnovan je 
modularno, stranka se lahko odloči za celoten sistem ali pa zgolj za posamezni modul. 
V grobem delimo module na: 
 finance in računovodstvo 
Učinkovito podporo finančnim in računovodskim procesom v podjetju zagotavlja 
sklop več programskih modulov. So temelj celotnega informacijskega sistema IS21, 
kamor se stekajo podatki iz vseh ostalih modulov. Zasnova računovodskih modulov 
omogoča hiter dostop do vseh podatkov v sistemu in enostavno izdelavo poročil kot 
so bilance stanja, izkazi uspeha ter podobno. 
 
 nadzor terjatev 
Programski modul je namenjen učinkovitemu nadzoru in izterjatvi neplačanih računov 
kupcev. Sestavljajo ga naslednji sklopi: obračun obresti, izdelava opominov, izpiski 
odprtih postavk ter paketne izvršbe COVL. 
 
 plače in kadri 
Modul plače omogoča obračun vseh vrst izplačil za zaposlene in zunanje sodelavce 
(plača, drugi prejemek, regres, avtorski honorar, podjemna pogodba, najemnina, 
storitve s kmetijsko mehanizacijo itd.). 
 
 materialno skladiščno poslovanje 
Ta vključuje tri module: programski modul, modul za materialno planiranje in modul 
za nabavo. Programski modul podpira procese skladiščnega poslovanja, tako da je to 
transparentno in enostavno. Modul za materialno planiranje je bil razvit na podlagi 
najnovejših smernic s področja materialnega planiranja in omogoča bruto in neto 
planiranje zalog. Podatke za planiranje črpa iz več področij sistema IS21 in uporabniku 
omogoča enostavne analize za posamezni artikel. Modul za nabavo omogoča nadzor 
nad odhodki ter pregled nad naročili. 
 
 proizvodnja s prodajo 
Programski modul zagotavlja podporo procesom v proizvodnji v vseh njenih fazah od 
priprave dela, razpisa in obračuna delovnih nalogov do pokalkulacij in priprave za 
fakturo. S svojimi pregledi in analizami omogoča kvalitetno spremljanje 
profitabilnosti in stroškov proizvodnje. Modul je namenjen podjetjem, ki prodajajo 
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svoje izdelke, polizdelke ali storitve. Lahko se uporablja samostojno ali v povezavi z 
ostalimi IS21 moduli. 
 
 obračun (angl. Billing) 
Modul poleg obračuna osnovnih komunalnih storitev (vodarina, kanalščina, čiščenje 
odpadnih voda, odvoz in deponiranje odpadkov itd.) omogoča posebej prilagojene 
rešitve za obračun plina ter električne energije na sproščenem trgu s tema dvema 
energentoma. 
 
 poslovna analitika 
Analiziranje ključnih kazalnikov poslovanja podjetja in pravočasno ugotavljanje 
trendov oziroma napovedovanje prihodnjih rezultatov je ključno za uspešno vodenje 
podjetja. Direktorsko-analitski informacijski sistem je orodje za doseganje teh ciljev. 
Sistem je razvit kot spletni portal in temelji na Microsoftovih tehnologijah MS SQL 
Analysis Services in Reporting Services. Standardnim funkcionalnostim, ki jih že v 
osnovi prinaša Reporting Services, smo dodali mnoge pripomočke, ki poenostavijo 
delo s poročili do te mere, da so primerna za vse nivoje vodenja v podjetju. Sistem je 
odprt, tako da lahko uporabniki v portal vključujejo tudi svoja poročila in tako dodatno 
obogatijo njegovo funkcionalnost. 
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3  Appeon PowerBuilder 
3.1  Splošna predstavitev okolja PowerBuilder in njegove prednosti 
PowerBuilder je integrirano razvojno okolje – IDE. Razvija ga ameriško podjetje 
Sybase, ki ga je leta 2010 za kar 5,8 milijard dolarjev kupilo zelo znano podjetje SAP. 
Razvijalskega podjetja ter imena glavnega produkta do leta 2016 niso spreminjali, od 
takrat je razvoj in trženje, po dogovoru s podjetjem SAP, prevzelo podjetje Appeon, 
ki je bil partner pri razvoju že pred odkupom podjetja. Sybase ima zelo bogato 
zgodovino, začetki segajo v leto 1984, s sedanjim imenom pa obstaja od leta 1994. 
Glavni produkt podjetja je IDE PowerBuilder, prva verzija pa je bila predstavljena že 
leta 1991. PowerBuilder je primarno namenjen gradnji poslovnih aplikacij CRUD 
(angl. create, read, update in delete – ustvari, preberi, posodobi, izbriši). Največja 
prednost razvojnega okolja je zelo dobra integracija uporabe podatkovnih baz. Podpira 
vse najpomembnejše tipe podatkovnih baz kot so MS SQL server, Oracle server, 
MySQL, PostrgreSQL, SAP IQ, IBM DB2 server, SAPSQL. Za razvoj programov ga 
uporabljajo tudi v največjem telekomunikacijskem podjetju na svetu – v ameriškem 
AT&T, prisoten je tudi v našem prostoru, uporablja ga Eventim, ki ima centralni sedež 
v Nemčiji, posluje pa večinoma v Evropi in Braziliji. 
 
3.2  Struktura okolja PoweBuilder 12.5 
Podjetje 3Tav od leta 2013 uporablja IDE PowerBuilder 12.5 (PB12.5), in sicer 
trenutno uporablja verzijo 12.5.2. Predstavljena je bila leta 2011, ko so bile narejene 
številne posodobitve. Pred tem je bila več let v uporabi verzija 8. Ta migracija je bila 
po besedah sodelavcev, ki so takrat delali na tem projektu, precej bolj zahtevna, kot je 
sedaj načrtovana migracija na najaktualnejšo različico 2019 R2 (PB 2019 R2). Glavni 
razlog tiči v nekompatibilnosti verzij 8 in 12.5, ogromno stvari je bilo treba 
preprogramirati že za popolnoma enako delovanje programov. Za razliko od takrat, z 
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migracijo na 2019 R2 ne pričakujemo večjih težav v nedelovanju programov. Glede 
na raziskovanje zmožnosti nove verzije ter testnemu uvozu nekaj kod iz PB12.5 v 
PB2019 R2 kaže, da programi delujejo enako in se lahko direktno lotimo prenove 
izgleda in dodelave funkcionalnosti. 
 
PowerBuilder 12.5 je izdan v več različicah, podjetje 3Tav uporablja različico Classic. 
Končni program je izvršljiva datoteka oblike .exe, ob zagonu se nam odpre prazna 
stran, kjer lahko izberemo delovno površino, lahko pa jo tudi samostojno kreiramo. 
Delovna površina (angl. workspace) ima kratico .pbw. Vsaka delovna površina nato 
vsebuje eno ali več tarč (angl. target), vsaka izmed tarč predstavlja svoj program, vsaka 
delovna površina pa večinoma predstavlja posamezni modul našega informacijskega 
sistema IS21, tako je tudi najenostavneje za vzdrževanje, nadgrajevanje programov in 
iskanje. Vsaka tarča vsebuje knjižnice, v njih pa se nahajajo PB objekti. Glavni del 
prikaza podatkov predstavljajo podatkovna okna (angl. datawindow) v katerih 
večinoma implementiramo vse, kar se tiče podatkov iz podatkovnih baz. 
 
3.2.1  Knjižnica  
Vsak program oziroma tarča vsebuje kar nekaj knjižnic (angl. library), glede na veliko 
število programov v vseh modulih je zato smiselno načrtovati programe in knjižnice 
tako, da jih lahko, kar se da pogosto uporabimo v čim več programih, s tem tudi 
poskrbimo za enotno delovanje in funkcionalnosti. Če spremenimo PB objekt za 
potrebo enega programa, se moramo zavedati, da ima to lahko posledice tudi pri vseh 
ostalih programih, ki vsebujejo isto knjižnico in nemalokrat se pripeti takšna situacija, 
ne glede na številne izkušnje programerjev v podjetju. Knjižnice imajo končnico .pbl. 
 
3.2.2  Podatkovna okna 
Podatkovna okna predstavljajo najpomembnejši del IDE PowerBuilder, predvsem 
enostavno povezavo s podatkovno bazo, v našem primeru MS SQL ter izvajanje 
različnih akcij nad podatki: INSERT za dodajanje podatkov v bazo, UPDATE za 
posodobitev podatkov v bazi ter DELETE za brisanje podatkov. Zelo uporabna 
lastnost je tudi javljanje napak, ki jih sporoča baza, če na primer želimo vstaviti 
podatke, ki kršijo lastnosti tabele ali pa morda, ko pride do napake pri prikazu 
podatkov zaradi manjkajočega stolpca v tabeli. 
 
 
8  3  Appeon PowerBuilder  
 
Okolje nam ponuja sledeče možnosti pri kreiranju podatkovnih oken: 
 Prosta oblika (angl. freeform) – stolpci s podatki so drug pod drugim, omogoča 
prikaz zgolj ene vrstice naenkrat. 
 Grafični prikaz (angl. graph) – omogoča grafični prikaz podatkov. 
 Mreža (angl. grid) – stolpci ter vrstice so ločene z črtami(mrežo), uporabnik 
lahko sam spreminja pozicijo in širino stolpcev. Za prikaz podatkov iz več tabel 
kličemo View namesto SQL poizvedbe. 
 Skupina (angl. group) – tabularna oblika podatkov, omogoča združevanje 
podatkov. 
 Etikete (angl. label) – uporablja se za izdelavo etiket. 
 N-gor ( angl. n-up) – podatke prikažemo z N-številom stolpcev, število N 
določimo ob kreiranju stolpcev. 
 Povezovanje in vgrajevanje objektov 2.0 (angl. object linking and embedding 
- OLE 2.0) – Microsoftova tehnologija, ki omogoča skupno rabo podatkov in 
objektov napisanih v različnih oblikah ter iz različnih virov. 
 Obogaten tekst (angl. richtext) – odstavki z besedilom vsebujejo vrstice 
pridobljenih podatkov. 
 Tabelarna oblika (angl. tabular) – oblika tabele, na vrhu vrstic za imenom 
stolpca, pod njim lahko več vrstic podatkov. 
 Drevesni pogled (angl. treeview) – podatki so prikazani hierarhično v drevesni 
strukturi. 
 
V okolju imamo na voljo kar nekaj možnosti povezave na podatkovno bazo: 
 Hitra izbira (angl. quick select) – podatki so zgolj iz ene tabele oz. so preko 
tujega ključa (angl. foreign key) povezani s osnovno tabelo, grafično izberemo, 
katere podatke želimo izbrati. 
 SQL izbira (angl. SQL Select) – za več možnosti lahko napišemo select stavke, 
kjer lahko definiramo tudi argumente, po katerih želimo prikazati podatke, 
možnost grupiranja podatkov, možnost prikaza podatkov, ki niso nujno 
povezani s tujim ključem. 
 Poizvedba (angl. query) – poizvedbeni stavki so shranjeni v obliki datoteke, na 
primer .SQL, te PowerBuilder naloži in shrani. 
 Zunanji vir (angl. extrnal) – podatke pridobimo iz zunanjih datotek. 
 Procedure (angl. procedure) – podatke pridobimo kot rezultat, ki ga vrne 
procedura, ki jo pokličemo in je shranjena v bazi. 
 Spletne storitve (angl. web service) – podatke pridobimo s klici na spletne 
storitve. 
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 Novo v PB2019 R2: Storitev odprtega protokola podatkov (angl. open data 
protocol – Odata in Odata Service) – Odata je spletni protokol za delo s 
podatki, protokol je osnovan na arhitekturi reprezentativnega državnega 
prenosa (angl. representional state transfer – REST). Za delo s podatki 
uporablja standardni protokol za prenos hiperbesedila (angl. hypertext transfer 
protocol – HTTP) z uporabo GET, PUT, POST in DELETE. 
3.2.3  PB objekti  
Poleg podatkovnih oken poznamo in uporabljamo še nekaj objektov, s katerimi 
gradimo programe: 
 Aplikacija (application) je vhodna točka aplikacije, vsak program se začne s 
tem objektom, nahaja se na vrhu osnovne knjižnice vsakega programa. 
 Okna (angl. window) služijo kot vmesnik med uporabnikom ter PowerBuilder 
aplikacijo, z okni lahko prikažemo podatke, odzivajo se na ukaze miške ali 
tipkovnice. Vsako okno vsebuje:  
o Lastnosti (angl. properties), ki so lahko vezane na celotno okno ali 
posamezni objekt v njem. 
- Dogodki (angl. events) ob klicih v programu sprožijo dejanja, ki jih 
sprogramiramo, dogodek, ki se vedno zažene ob odprtju okna je 
konstruktor (angl. construtor). Dogodke definiramo tako za glavno 
okno kot tudi za posamezne objekte v njem. 
- Poleg dogodkov lahko definiramo tudi funkcije (angl. functions), le-
te pa lahko kličemo zgolj za okno, v katerem se nahajamo. 
- Kontrole (angl. controls) predstavljajo vsi objekti v oknu – poleg 
podatkovnih oken še gumbi, razdelki (angl. tab), okna s spletnimi 
stranmi, drsniki, statični tekst, uporabniški objekti in podobno. 
o Meni (angl. menu) je vezan na posamezno okno, vsebuje seznam možnih 
izbir in akcij, ki lahko na primer shranijo podatke, zaprejo program, 
odprejo drugo okno, prikažejo podatke ali pa morda prikažejo predogled 
tiskanja. S klikom na menijske ukaze sprožimo dogodke v oknu, v 
katerem se nahajamo ali pa odpremo/zapremo okna. 
o Globalne funkcije (angl. global function) definiramo za večkratno 
uporabo, kličemo jih lahko ne glede na okno, v katerem se nahajamo. 
o Struktura (angl. structure) je zbirka ene ali več spremenljivk, ki so zbrane 
pod skupnim imenom. 
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o Uporabnikov objekt (angl. user object) predstavlja objekte, ki jih lahko 
vsak programer kreira sam ter služijo kot dodatek objektom, ki jih ponuja 
PowerBuilder sam po sebi. 
 
 
3.2.4  Subversion – SVN 
Glede na to, da je v podjetju kar nekaj programerjev, bi bilo zelo neugodno, da bi se 
dva ali celo več programerjev na enkrat lotilo dodelave ali popravljanja istega 
programa ali objekta, zato v podjetju uporabljamo rešitev imenovano Subversion – 
SVN. Ime SVN izhaja iz ukaza svn v ukazni vrstici, ki služi za upravljanje sistema za 
nadzor različic in kontrolo revizij – Subversion. Največkrat se uporablja za skupinsko 
delo, saj omogoča strukturiran pregled sprememb, združevanje različic datotek, 
vračanje v prejšnje stanje in še mnogo drugih uporabnih funkcij, ki so zelo priročne 
pri ekipnem delu. Celoten sistem sestavlja: (glej Sliko 2) 
 repozitorij – skupek vseh datotek in map; 
 SVN strežnik – služi za posredovanje podatkov med repozitorijem in 
odjemalci; 
 SVN odjemalec – nameščen na vašem računalniku, služi za komunikacijo 
strežnikom; 
 lokalna kopija – lokalna kopija željenih kombinacij verzij z repozitorija. 
 
Strežnik ima lahko poljubno določeno število uporabnikov. Po navadi ima vsak izmed 
njih svoje edinstveno uporabniško ime in geslo, s katerim se avtorizira na strežnik in 
dostopa do repozitorija. 
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3.3  Migracija s PowerBuilder 12.5 na PowerBuilder 2019 R2 
3.3.1  Osnovne značilnosti prehoda na višjo verzijo 
 
Za namen diplomske naloge ter preizkusa migracije smo za začetek s spleta naložili 
zadnjo verzijo PowerBuilder, ki je bila na voljo za prenos julija 2020 – PowerBuilder 
2019 R2. S pomočjo maila smo kreirali račun, na katerega je vezana testna licenca, ki 
omogoča enomesečno brezplačno uporabo razvojnega okolja, kar je bilo ravno dovolj 
Slika 2: Shema delovanja SVN 
Slika 3: Menijske vrstice v PowerBuilder 12.5.2 
 
li   ij  ti   il  . .  
Slika 4: Menijske vrstice v PowerBuilder 2019 R2 
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za raziskovanje vseh zmožnosti višje verzije okolja PowerBuilder ter za prenovo 
okolja za zagon programov. 
 
Po začetnem spoznavanju novosti smo datoteke poskusili odpreti s knjižnicami, ki so 
bile narejene v starejši različici in vsebujejo vse komponente in objekte, s katerimi je 
okolje 3Tav narejeno. Zelo hitro smo ugotovili zelo dobro lastnost prehoda na zadnjo 
različico – kljub kar 7 letom razlike v verzijah, je ob zagonu okolja v IDE vse delovalo 
brez kakršnihkoli težav – vse knjižnice so delovale enako, osnovne ikone namenjene 
implementaciji v programe so ohranili v celoti ter dodali še nekaj modernejših, enake 
kot jih v zadnji različici srečamo tudi v menijskih vrsticah. 
 
Po potrditvi kompatibilnosti vseh naših programov, napisanih v starejši različici PB-
ja smo se lotili testiranja učinkovitosti implementacije vseh novosti v osnovnem 
testnem programu. Zato smo ustvarili novo datoteko, v kateri so vse potrebne knjižnice 
in jo poimenovali tarča (angl. target) ter knjižnico, v kateri smo ustvarili osnovno okno, 
na katerem smo vse implementirali ter testirali. Čeprav je IDE v vseh posodobitvah 
omogočilo poleg .exe programov tudi klice preprostega protokola za dostop objektov 
(angl. simple object access protocol – SOAP), reprezentativen državni prenos (angl. 
representional state transfer – REST), izdelavo programov z .NET ogrodjem, ki 
omogoča tudi izdelavo mobilnih aplikacij ter spletnih strani, rešitev v oblaku, v 
aktualni prenovi in migraciji v podjetju ni načrtovanih večjih sprememb 
informacijskega okolja IS21. Glede na ciljne stranke, se podjetju namizni programi 
.EXE zdijo najprimernejši, vendar pa se kaže tendenca, da bi kateri izmed modulov v 
prihodnosti lahko zaživel tudi na mobilnem telefonu ali pa na tabličnem računalniku, 
bodisi v obliki aplikacije ali spletne strani.  
 
Ugotovili smo, da bo kljub veliko prednostim in novostim v PB19 R2, za razvoj in 
implementacijo vseh posodobitev, ki jih želimo doseči s prenovo v vseh modulih, 
potrebno zelo veliko dela in časa, tudi če želimo zgolj modernizacijo izgleda 
programov in izboljšanje nekaterih funkcionalnosti. Zato smo preverili tudi nekaj 
možnosti, ki bi podale bližnjico. Ugotovili smo, da je kar nekaj programerjev 
razvijalcev, ki razvijajo komponente in knjižnice, ki omogočajo prihranek časa 
razvoja, večinoma vsi ponujajo možnost testiranja komponent, za celotno kodo ter 
uporabo v programih pa je potrebno plačati – cene se večinoma gibljejo od okoli 50 
ameriških dolarjev na komponento pa do okoli 1000 ameriških dolarjev za celotne 
knjižnice komponent. Bolj podrobno in nekaj primerov možnosti, ki smo jih zasledili, 
bomo opisali kasneje. 
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3.3.2  Uporaba in spreminjanje tem programa 
Uporaba in implementacija različnih tem v programu je zelo dobrodošla novost, ki je 
bila predstavljena v zadnji različici sistema. Omogoča povsem drugačen izgled 
programa z določitvijo teme v času programiranja, to možnost lahko ponudimo tudi 
uporabnikom z implementiranim spustim seznamom, omogočeno je tudi spreminjanje 
teme glede na vrsto izbrane baze – npr. za demo bazo drugačen izgled kot za 
produkcijsko. Štiri teme so implementirane v programu ter jih dobimo ob prenosu 
programa. V osnovi gre za štiri mape z vsemi mogočimi elementi, ki so potrebni za 
uporabo – gre za slike, jedro pa predstavlja datoteka theme.json, tako da lahko vsako 
temo popravljamo tudi sami, razvijalcem pa omogočajo kreiranje lastnih tem, po vzoru 




Slika 5: Primer .XML datoteke za urejanje RibbonBar ter mape z datotekami 
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3.3.3  Uporaba in implementacija Ribbon control 
Ko pomislimo na programe, ki jih imamo na računalniku, si najbrž zelo težko 
zamislimo, da med njimi ne bi imeli Microsoftovih programov kot so Word, Excel, 
PowerPoint in Outlook. Vsaj osnovno jih zna uporabljati večina uporabnikov, bodisi 
nas je v uporabo prisililo šolanje, služba ali pa potrebe za domačo uporabo. Ker so 
konec koncev naši končni uporabniki tudi stranke, ki niso najbolj računalniško 
podkovani, je možnost implementacije menija, ki je po uporabi ter tudi izgledu lahko 
zelo podoben kot v Microsoftovih programih, zelo dobrodošla. Imenuje se Ribbon 
control, dodajanje v program pa je precej enostavno – dodamo ga na oknih kot vse 
ostale objekte s klikom na RibbonBar control. PowerBuilder 2019 R2 ima vgrajen 
RibbonBar builder, najdemo ga pod zavihkom Tools. Ta nam odpre urejevalnik .xml 
dokumenta, v njem spreminjamo in dodajamo zavihke, gumbe, ikone, dodajamo, 
kateri dogodek se sproži ob kliku na posamezni gumb. Treba je še nastaviti pot do .xml 
datoteke, v kateri so vsi potrebni podatki. 
 
Slika 6: Primer izbire teme Slika 7: Primer imlementirane Dark teme 







Slika 8: Primer RibbonBar-a 
Slika 9: Primer kode datoteke .XML ki določa izgled in funkcionalnosti 
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3.3.4  .NET DLL Importer 
Dinamično povezana knjižnica (angl. dynamic-link library – DLL) je vrsta datoteke, 
ki vsebuje navodila, ki jih drugi programi lahko zahtevajo, da storijo določene stvari. 
Tako lahko več programov deli sposobnosti, programirane v eno datoteko, in to lahko 
celo storijo hkrati. Funkcije se uporabijo v programu le, če program aktivno zahteva, 
namesto, da so le-te vedno na voljo v pomnilniku. DLL datoteke so lahko napisane v 
številnih programskih jezikih, kot so C, C++, C#, Delphi, Visual Basic, Visual 
Basic.Net. PowerBuilder za delovanje potrebuje kar nekaj .DLL datotek, vendar je bila 
v preteklosti uporaba kompleksnejša. Sedaj PB2019 R2 omogoča enostaven uvoz 
.NET DDL datotek brez potrebnih wrapper-jev, ki bi jih uporabili sicer. V zavihku 
orodja (angl. tools) najdemo .NET DLL importer, ob kliku nanj se nam odpre okno, 
prikazano na Sliki 10. S primerno DLL datoteko smo naredili poskus ter jo uvozili. 
Izbrali smo, kaj vse želim uvoziti ter kako želimo shraniti objekte in funkcije. 
PowerBuilder nato sam pretvori datoteko v jezik, ki ga uporablja – to je PowerScript. 
Rezultat so nevizualni uporabnikovi objekti (angl. non visual user object – nvo), v 
kateri so dogodki in funkcije. 
Slika 10: Primer uvoza .NET DLL knjižnic v PowerBuilder 
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3.3.5  Implementacija spletnih strani v programe 
Spletne strani se je dalo vgraditi tudi v različici PB12.5, ki jo podjetje uporablja 
trenutno, a so kasneje dodali kar nekaj zelo uporabnih funkcionalnosti, ki omogočajo 
še večjo uporabnost implementacije v programe. Sedaj je podprta uporaba strani, ki 
vsebujejo JavaScript in HTML5. Podprta je uporaba vtičnika Flash, deluje tudi desni 
klik v brskalniku. Podpira več jezikov, video posnetki so lahko prikazani v različnih 
formatih. 
3.3.6  Nov licenčni mehanizem 
Ena izmed prvih stvari, ki smo jih opazili pri nalaganju zadnje različice Powerbulder-
ja, je spremenjen način uporabe licenc. V PowerBuilder 12.5 vpišemo licenco pod 
zavihkom Tools ter nato Update License, med tem ko smo v 2019 R2 najprej morali 
ustvariti račun, na ta račun in mail pa se potem veže licenca, ki dovoljuje polno 
uporabo programa. Za potrebe diplome, smo uporabljali preizkusno (angl. trial) 
licenco, ki dovoljuje brezplačno uporabo zgolj en mesec, po izteku na računalniku tudi 
z drugim uporabniškim računom ni mogoče uporabiti še ene trial licence 90 dni po 
izteku zadnje, ravno tako ni mogoče pridobiti več testnih obdobij za posamezni račun. 
Programi, ki jih naredimo in izvozimo s testno licenco, bodo na koncu na več mestih 
vsebovali napis Trial, zato niso namenjeni komercialni uporabi. Cena letne licence je 
odvisna od izbranega paketa, za naše podjetje je najbolj smotrna licenca  PowerBuilder 
Professional, ki stane okoli 900 USD na leto za posamezno licenco, PowerBuilder 
CloudPro licenca pa stane okoli 1600 USD, ta vsebuje še nekaj dodatnih 
funkcionalnosti, namenjenih izdelavi oblačnih rešitev ter vsebuje tudi orodje, s katerim 
pretvorimo vse objekte napisane v jeziku PowerBuilder (PowerScript) v jezik C#, 
obljubljajo med 80–95% uspešno prevajanje, nekaj kod pa je še vedno treba popraviti 
ročno. Za primerjavo, cena letne licence, ki jo podjetje sedaj plačuje za verzijo 12.5.2 
je za polovico nižja kot pri najnovejši verziji. 
3.3.7  Omogočanje nadzora virov z git 
Velika novost, ki je verzija PB12.5 ne omogoča, je verzioniranje datotek z git. Zgoraj 
je že opisano delovanje SVN modela za nadzor različic. V programerskem svetu je 
dandanes precej bolj razširjena uporaba sistema git. Git je decentraliziran sistem za 
upravljanje različic, za razliko od SVN, kjer je oddaljeno centralno skladišče edino 
mesto shranjevanja in izmenjave, za git velja, da ima vsak razvijalec/ sodelavec na 
svojem računalniku popolno različico projekta, vključno z vso zgodovino potrditev. S 
sistemom git lahko delamo brez povezave z internetom in delamo spremembe samo v 
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svojem lokalnem repozitoriju in se nato odločimo, kdaj želimo deliti in naložiti svoje 
delo v skupno oddaljeno shrambo. V primeru prekinjene povezave ali uničenja 
centralnega repozitorija pri SVN ne moremo dostopati do repozitorija, git pa deluje 
tudi v primeru brez internetne povezave. Vejitve so v sistemu git enostavnejše, ravno 
tako je tam vsebinska zaščita boljša. SVN zelo dobro obdeluje tudi binarne datoteke, 
GIT pa postane zelo počasen v primeru obdelave velikih binarnih datotek. 
3.3.8  Druge uporabne novosti 
Zgoraj je naštetih zgolj nekaj vseh novosti, predvsem tiste, ki so najbolj zanimive za 
naše podjetje, vse različice so v zadnjih 7 letih prinesle še marsikaj novega, predvsem, 
kar se tiče uporabe PowerBuiler programov z uporabo spletnih klicev in več kot le 
izdelave .exe programov, podjetje Appeon na spletu tudi razkriva predvideno 
časovnico z nadgradnjami ter nekaterimi novostmi ter izboljšavami, ki jih bodo 
prinesle posodobitve, iz tega je razvidna tudi glavna smer, v katero želijo usmeriti tudi 
vse programerje, ki uporabljajo njihovo okolje – prehod na oblačne storitve, ki 
predstavljajo prihodnost, na katero se bo treba prilagoditi. 
 
Še nekaj ostalih novosti: 
 shrani kot PDF – ta novost je precej uporabna, do sedaj je bilo shranjevanje v tej 
obliki mogoče zgolj z orodji ali gonilniki zunanjih razvijalcev; 
 za delovanje je zahtevana vsaj različica Windows 7–32 ali 64-bitna; 
 orodja za izdelavo mobilnih aplikacij ter povezava le-teh na bazo podatkov; 
Slika 11: Primerjava GIT in SVN modela 
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 uvoz in izvoz JSON iz/v podatkovnega okna, novi podprti formati JSON ter veliko 
možnosti dela s tem formatom, ki do sedaj niso bile podprte; 
 podpora za SQL Server 2019; 
 kriptiranje podatkov s objektom CrypterObject – do sedaj smo imeli knjižnico, 
razvito s strani zunanjih razvijalcev; 
 možnost kreiranja 64-bitnih aplikacij; 
 možnost stiskanja ali razširjenja podatkov (ZIP dokumenti), do sedaj smo za to 
funkcionalnost uporabljali .bat skripto, ki je zagnala program, ki je ustvaril .zip 
dokument. Uporablja 2 objekta – CompressorObject ter ExtractorObject; 
 možnost premikanja podatkovnih oken s funkcionalnostjo docking – podobno kot 
to lahko storimo na primer v Microsoft SQL server management studiu; 
 orodje za testiranje spletnih vestnikov (angl. application programming interface – 
API), kjer lahko lokalno kreiramo klice in spremljamo odgovore vmesnikov; 
 avtentikacija pri spletnih programih ima implementirano novo, varnejšo in 
zanesljivejšo logiko; 
 za večino funkcionalnosti, ki so delovale že sedaj, se kaže, da sedaj delujejo 
zanesljiveje ter z manjšimi izboljšavami. 
 
3.4  Dodatna ogrodja in komponente  
Razvoj novih produktov je dolgotrajen postopek, ki vedno vzame zelo veliko časa, od 
faze načrtovanja, izvedbe, testiranja ter do namestitve in uvajanja pri končni stranki. 
Glede na to, da razvoj v našem podjetju pride poleg tekočega dela, ki ga imamo z 
obstoječimi programi in strankami ter glede na majhno število zaposlenih, je zelo 
pomembno, da smo v svojem delovnem času učinkoviti. Glavni del naših programov 
predstavlja vsebina in logika za delovanjem, za ta del je potrebno, da je dobro 
premišljen in da bo pokril vse potrebe naših strank, da pa programi izgledajo 
modernejše ter da lahko vanje implementiramo tudi funkcionalnosti, ki jih 
PowerBuilder v osnovi ne ponuja, nam bi razvoj takšnih komponent enostavno vzel 
preveč časa, zato smo na spletu našli kar nekaj podjetij oz. razvijalcev, neodvisnih od 
podjetja Appeon, ki trenutno skrbijo za razvoj okolja. Njihov glavni namen je razviti 
čim več uporabnih komponent, ki jih podjetje, kot je na primer 3Tav prepozna kot zelo 
dobre rešitve, da naredimo naše programe boljše. Na spodnjih slikah (slika 12 in slika 
13) sta prikazani dve strani, ki ponujata komponente, lahko posamezne ali v obliki 
celotnega paketa, vse so plačljive, vendar glede na ceno in število posameznih licenc 
v podjetju, so še vedno ugodnejši, kot če sami iščemo približke rešitev, ki jih ponujajo 
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drugi razvijalci. Večinoma se kupijo v obliki knjižnic, v katerih so željene 
komponente. 
 
Nekaj možnosti, ki jih lahko uporabimo in implementiramo v naše programe so: 
moderna okna za obvestila uporabnikom, navigacija v programu, meniji, predogledi 














Slika 12: Nabor komponent, 1. primer 











Slika 13: Nabor komponent, 2. primer 
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4  Prenova informacijskega sistema IS21 
4.1  Splošne značilnosti 3Tav okolja 
Središče informacijskega sistema IS21 predstavlja 3Tav okolje, ki je nameščeno pri 
vseh naših strankah. Zaganja se kot .exe program, napisan je bil v zgoraj opisanem 
okolju PowerBuilder 12.5. Glavni namen programa je, da strankam ponudi okolje 
preko katerega zaganjajo vse module in programe v njem. Ravno tako olajša 
posodabljanje verzij nam, kot ponudniku storitev, saj omogoča posodobitev preko 
okolja na glavnem strežniku, ko je program enkrat posodobljen, se samodejno 
posodobi še vsem uporabnikom, ki imajo nameščeno okolje lokalno. Velik pomen pa 
je posvečen tudi varnosti in avtorizaciji programov zgolj uporabnikom, ki to 
potrebujejo ter so upravičeno do dostopa do podatkov, predvsem gre za občutljive 
informacije, kot so na primer plače v podjetju, te so še posebno zaščitene tudi z 
beleženjem vseh dostopov ter povpraševanj za podatki. Še nekaj stvari glede varnosti: 
najprej se kreirajo vsi uporabniki, ki bodo programe uporabljali; nato se določi do 
katerih programov ima posameznik dostop, tudi znotraj vsakega programa se določi, 
kdo lahko dostopa do vseh funkcionalnosti avtoriziranega programa. 
4.2  Cilji prenove programa 
Okolje je bilo v preteklosti z vidika varnosti in uporabnosti dobro zastavljeno, njegova 
robustnost zelo dobro služi svojemu namenu. Skozi digitalno dobo ter novostmi v 
podjetju, kot je nov portal za oddajo zahtevkov ter pregledom najpogostejših vprašanj, 
se je pojavila želja, da bi implementirali kar je novega ter uporabnega. Želeli smo si 
poenostavitve programa, s ciljem doseganja preglednosti, z najmanj možno klikanja 
ter s funkcionalnostmi, ki bodo strankam olajšale komunikacijo s podjetjem, da 
čimprej rešimo vse težave, ki se pojavijo ali pa da z dodelavami ugodimo željam 
strank. 
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Najprej smo se v podjetju pogovorili glede predlogov nadgradnje, ti so izhajali iz 
opažanj, kako program uporabljamo zaposleni in pa stranke, kako stranke stopijo v 
stik z nami ter kakšne so možne poenostavitve. Zaradi preglednosti nad delom, si 
želimo čim manj telefonskih klicev ali direktnih mailov, to si želimo doseči z novim 
portalom imenovanim Freshdesk, na njem lahko stranke oddajo zahtevek, ki ga 
opremijo s stopnjo nujnosti, predelijo za kateri modul gre, kaj želijo sporočiti, da se z 
maili ali klici ne ustavlja delo ter da vsak zaposleni ve, katerih zahtevkov se mora lotiti 
prednostno in kateri lahko nekoliko počakajo. Pogosto smo se srečevali tudi s 
problematiko, da stranke iščejo možnost za zagon oddaljene pomoči preko programa 
Teamviewer, opazili smo, da bi uporabnikom koristila možnost ločenega seznama  
najpogosteje zagnanih programov.  
 
 
4.3  Prenova programa 
4.3.1  Izbira baze 
Ta del prenove okolja je zahteval veliko časa za implementacijo. Do sedaj je uporabnik 
ob zagonu okolja vedno najprej prišel do okna, kjer je uporabnik izbral, s katero bazo 
podatkov se želi povezati, da bo z njo odpiral tudi vse programe. V večini primerov 
uporabniki vedno zaganjajo samo produkcijsko bazo, v redkih primerih testiranja 
preklopijo na demo bazo. Ko so enkrat v programu, lahko vedno zamenjajo bazo, v 
navigacijskem meniju so izbrali Zamenjava baze, kar jih je ponovno pripeljalo do 
začetnega okna. Cilj podjetja je narediti produkte čim enostavnejše za uporabo, da s 
čim manj kliki dosežemo željen rezultat, tu smo videli priložnost za poenostavitev 
delovanja. Imeli smo idejo, da bi si program zapomnil, katero bazo je imel uporabnik 
na zadnje uporabljeno in bi mu ob zagonu programa direktno odprl to bazo, v primeru 
da gre za prvi zagon, bi zagnal produkcijsko bazo. Ko je uporabnik enkrat v programu, 
bi bil preklop med bazami enostavnejši – ob kliku na okno, ki je sedaj prikazovalo ime 
baze, bi se spustil spustni seznam (angl. dropdown list) z vsemi možnimi bazami do 
katerih ima uporabnik dostop, ob kliku na eno izmed njih, bi se okolje še enkrat 
naložilo s povezavo do druge baze. To nam je tudi uspelo.  
 
Potrebno je bilo: 
 čim manj spreminjati obstoječo zasnovo vseh komponent, ki jih okolje 3Tav 
uporablja sedaj, da smo v čim večji meri ohranili kompatibilnost stare in nove 
verzije; 
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 paziti, da ne bo prihajalo do napak v delovanju zaradi vseh sprememb, ki smo 
jih implementiral na novo; 
 raziskovati mnogo vrstic kode ter razumeti celotno kompleksno delovanje; 
 implementirati novosti, ki jih nimamo razvitih v nobenem programu ter iskati 
novo znanje in poti za uresničitev ciljev; 
 testirati vsak korak posebej in tudi testirati celotno delovanje, predvidevanje 
vseh možnih scenarijev, do katerih lahko uporabnik pride z uporabo programa. 
 
Ker ne vemo, na katero bazo se uporabnik želi povezati ter ker shranjevanje podatkov, 
kot je pot do programov, uporabniška imena, kriptirana gesla ter lastnosti okolja (na 
primer barva ozadja) ni smiselno shranjevati v vse možne uporabnikove baze, ob 
zagonu program naloži 3 .xml datoteke, v katerih so vsi zgoraj našteti podatki. Te 
program prebere ter jih uporabi v delovanju.  Naš prvi izziv je bil način branja 
podatkov ter shranjevanje le-teh za čas delovanja programa (shranjevanje v delovni 
pomnilnik računalnika – RAM). Našli smo rešitev v obliki kreiranja globalnega 
Datastore-a. Ob zagonu smo deklarirali ter ustvarili globalni datastore 
gds_okolja_podatki, ta je za hranjenje podatkov vzel stolpce v objektu 
d_temp_okolja, stolpci v njem: 
 










Poznamo tipe definiranja spremenljivk in objektov: lokalno (local), instančno 
(insance) ter globalno (global), to upoštevamo tudi pri poimenovanju spremenljivk – 
na primer števca tipa long bi za uporabo v samo 1 dogodku (event) poimenovali in 
deklarirali kot ll_stevec,  če bi želeli isto spremenljivko uporabiti na več mestih v 
oknu, bi jo pod zavihkom Declare global variabiles v oknu poimenovali il_stevec, 
za uporabo v celoten programu pa bi jo ravno tako pod istim zavihkom med globalnimi 
spremenljivkami definirali kot gl_stevec. 
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Po kreiranju gds_okolja_podatki, smo naredili test – vstavili smo vrstico ter v njej 
v polju is_connection določili vrednost test, nato pa smo jo na več mestih poklicali 





gds_okolja_podatki = create Datastore 
gds_okolja_podatki.settransobject( sqlca) 
gds_okolja_podatki.dataobject = "d_temp_okolja" 
//test 
gds_okolja_podatki.insertrow(1) 
gds_okolja_podatki.setitem(1, "is_connection", "test") 
ls_test = gds_okolja_podatki.getitemstring(1, "is_connection") 
 
Ko smo potrdili pravilnost delovanja, je sledilo polnjenje tabele. Za pomoč smo vzeli 
že spisani funkciji, ki globalno shranijo podatke o bazi, izbrani ob zagonu, te smo želeli 
vnašati v repozitorij za shranjevanje in delo s podatki (angl. datastore), vendar to 
storijo samo za izbrano bazo, zato smo ju nekoliko predelali, tako da sta namesto v 
globalne spremenljivke shranjevali v globalni datasotre. Najprej smo prešteli število 
vseh okolij, ki so na voljo uporabniku, nato pa smo podatke za vsako vrstico dodali v 
tabelo: 
 
ll_rc = dw_sqldostop.RowCount() 





Ko smo imeli vse podatke v tabeli, smo jih ob zagonu glavnega okna okolja na 
konstruktorju podatkovnega okna, ki prikazuje ime izbrane baze, prenesli v spustni 
seznam tega podatkovnega okna. Tam smo prikazovali zgolj ime okolja, podatek ki 
smo ga vrnili ob kliku na drugo okolje v spustnem seznamu pa je is_connection. Ob 
spremembi okolja smo sprožili tudi del kode, ki je uporabil is_connection ter vse ostale 
podatke shranjene v vrstici gds_okolja_podatki ter ponovno naložili okolje z novimi 
parametri: 
 





ls_CONNINFO = data 
if f_get_cmd_tran(sqlca, ls_CONNINFO) = 1 then  
if SQLCA.of_connect() <> 0 then 
SQLCA.of_setofflinemode( true) 
end if 
if gn.is_upime <> '' then  
 f_debug('User iz ini MenuUser '+gn.is_upime) 
else 
 f_debug('User  '+gn.is_upime) 
end if 
li_res = gn.of_InitAvt()  
end if 




Ob vsakem zagonu okolja smo dodali novo funkcionalnost – v sistemskem registru 
(angl. registry editor) uporabnika program preveri, katero bazo je imel odprto na koncu 
zadnje uporabe, če gre za prvi zagon je ta vrednost 0, v tem primeru uporabi 
produkcijsko bazo oz. bazo, ki je v konfiguracijski XML datoteki zapisana kot prva, 





if ul_baza = 0 then  




Ob zaprtju program preveri, na katero bazo je bil povezan tik predno se je program 
ustavil bodisi zaradi napake ali ker ga je zaprl uporabnik,  ta podatek zapiše v Registry 
editor: 
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ls_ime_baze = dw_1.getitemstring(1, "okolje") 
ll_vrstice = gds_okolja_podatki.rowcount( ) 
for ll_stevec = 1 to ll_vrstice 
ls_okolje = gds_okolja_podatki.getitemstring( ll_stevec, "okolje") 
ls_isconnection = gds_okolja_podatki.getitemstring( ll_stevec, 
"is_connection") 
 
if ls_okolje = ls_ime_baze or ls_isconnection =  ls_ime_baze then 






4.3.2  Implementacija tem 
Do sedaj smo v eni izmed .xml datotek določili barvo ozadja okolja, ker pa se to ni 
izkazalo kot najlepši in najpreglednejši izgled, smo zato izbrali preprosto rešitev 
znotraj razvijalskega okolja PowerBuilder – če se uporablja baza, ki v imenu vsebuje 
demo (tako ločujemo produkcijske od demo baz) bo program uporabil temo Flat 
Design Dark, v primeru produkcijske baze pa bo tema Flat Design Grey. Ob zagonu 
okna na dogodku Open izvedemo del kode, ki najprej prebere ime baze (primer: 
demo_db_komunala). Nato s klicem funkcije Pos() program pridobi mesto, s katerim 
Slika 15: Možnost izbire baze po prenovi s 
spustnim seznamom 
Slika 14: Možnost izbire baze pred prenovo 
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se začne vsebovani stavek demo, če ga ne vsebuje, nastavi vrednost spremenljivke 
ll_pos na 0. Nato z if stavkom preveri, kateri pogoj je izpolnjen: 
 
ll_pos = pos(sqlca.database,"demo") 
if ll_pos > 0 then  
ApplyTheme ("Flat Design Dark") 
else 
ApplyTheme ("Flat Design Grey") 
end if 
 
Ker smo omogočili menjavo baze znotraj okna, kjer se nahajamo, je treba poskrbeti še 
za menjavo teme, če zamenjamo bazo, zelo podobno kot v zgornjem primeru. Na 
dogodku ItemChanged, kjer je eden izmed parametrov, ki jih dobi dogodek ob 
spremembi okolja tudi data,tudi tega uporabimo kot naš parameter, v katerem iščemo 
besedo demo: 
 
ll_pos = pos(data,"demo") 
if ll_pos > 0 then  
ApplyTheme ("Flat Design Dark") 
else 
ApplyTheme ("Flat Design Grey") 
end if 
 
4.3.3  Implementacija gumba Teamviewer 
Podpora strankam je del vsakdana zaposlenih, ki delamo na informacijskem sistemu 
IS21. Včasih gre za napake v delovanju naših programov, včasih je potreben zgolj 
kakšen nasvet ali posvet, če ni možno vprašanj rešiti preko mailov ali preko 
telefonskega klica, potem se običajno poslužimo oddaljene pomoči. Ker je strank 
veliko in želimo enotne rešitve za vse, je na spletni strani podjetja povezava do 
programa TeamViewerQS.exe. Ta nam omogoča, da se ob zagonu programa stranki 
prikažeta ID in geslo, ki nam ga potem povedo za dostop. TeamViwer QuickSupport 
deluje brez namestitve programa, omogoča kompatibilnost in možnost povezovanja 
brez težav z različnimi verzijami TeamViewerja. Pogosto se namreč dogaja, da imajo 
stranke nameščeno starejšo ali novejšo verzijo namiznega programa, kot jo 
uporabljamo v podjetju, med seboj pa niso vse kompatibilne, za pomoč strankam bi 
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potem morali imeti nameščenih preveč različnih verzij programa, da bi pokrili vse 
primere. 
 
Ker želimo strankam čim hitreje pomagati, da se ne izgublja časa z razlagami, kje 
zaženejo Teamviewer oz. da ga morajo najprej prenesti iz naše spletne strani, smo 
želeli implementirati gumb, ki bo poenostavil oddaljeno pomoč. V eno izmed 
inicializacijskih .xml datotek smo dodali novo vrstico, ki pove za pot, kjer se nahaja 
.bat skripta, ki najprej preveri, če je odprta katera koli verzija TeamViewer oz. 
TeamViewerQS ter ju zapre, v primeru, da je katera izmed njih slučajno odprta. Nato 
gre na naslov na računalniku ali še bolje strežniku ter zažene TeamViewerQS, tako da 
je strankam potreben zgolj klik na ikono, za vse ostalo poskrbita skripta in program. 
Da je rešitev primerna za vse stranke, smo določanje poti do .bat skripte ter poti do 
datoteke, ki jo potem zaženemo, implementirali izven programa, najenostavneje je 
zagotovo vse skupaj klicati na strežnik, do katerega imajo dostop vsi računalnik z 
nameščenim okoljem, tako bomo lahko zgolj enkrat za celotno podjetje nastavili isto 
pot. 
 
Vsebina .bat skripte: 
@ECHO OFF  
cd C:\Program Files (x86)\TeamViewer 
Taskkill /IM TeamViewer.exe /FI "STATUS eq RUNNING" /F 
Taskkill /IM TeamViewerQS.exe/FI "STATUS eq RUNNING" /F 
 
cd C:\Users 
start  TeamViewerQS.exe 
 
Vsebina kode v programu: 
string ls_oddaljen_dostop 
ls_oddaljen_dostop = gs_3tavokolje.oddaljen_dostop 
run(ls_oddaljen_dostop, Minimized!) 




4.3.4  Implementacija Top 5 največkrat odprtih aplikacij 
Pri uporabi okolja smo že v začetku opazili zelo veliko število programov, ki so nam 
na voljo za uporabo, to število je odvisno od avtoriziranosti uporabnika, nekateri imajo 
dostop zgolj do enega modula, spet drugi do skoraj vseh, kot administratorji si v 
podjetju večinoma dodelimo pravice do vseh programov naših strank, za lažje 
reševanje vseh nastalih težav in želja uporabnikov. V vsej množici programov na 
koncu kaj hitro spoznamo, da so v zelo pogosti uporabi zgolj dva ali trije programi na 
uporabnika. Zato smo želeli v okolju pripraviti dodatno okno, v katerem bi imel 
uporabnik izpisanih zgolj 5 programov, ki jih največkrat zažene s povezavo na 
posamezno bazo.  
 
Dodelave smo začeli s kreiranjem nove tabele v bazi. Za primarni ključ smo izbrali 
stolpca s podatkom programID ter uporabnikID, tabela nam je služila za 
shranjevanje vseh podatkov, ki jih bo potem program gledal, da določi, katerih pet 
programov je imelo pri izbranem uporabniku največje število števcev, ti bodo potem 
izpisani uporabniku: 
 
Slika 16: Primer okna, ki se nam odpre ob zagonu TeamViewerQS 
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CREATE TABLE okolje_stevec_zagonov(   
    programID int NOT NULL,   
    uporabnikID int NOT NULL,   
    stevec int,   
    datumZadnjeSpremembe datetime,   
    CONSTRAINT     PKokolje_stevec_zagonov PRIMARY KEY (programID, 
uporabnikID)   
    );  
 
Za polnjenje zgoraj kreirane tabele smo ustvarili proceduro, ki ob klicu s parametroma 
šifre programa ter šifre uporabnika preveri, če izbrani uporabnik ob uporabi izbranega 
programa že ima števec zagonov, v primeru da vrstica s takim zapisom že obstaja, se 
števec poveča za 1, v primeru, da tak zapis še ne obstaja, v tabelo vstavi novo vrstico 
s števcem ki je enak 1: 
 
SET ANSI_NULLS ON 
GO 
SET QUOTED_IDENTIFIER OFF 
GO 
CREATE PROCEDURE [dbo].[proc_okolje_stevec_zagonov] 
 @programID [int], 
 @uporabnikID [int] 
WITH EXECUTE AS CALLER 
AS 
set nocount on 
 
 
If Exists(SELECT * FROM okolje_stevec_zagonov WHERE programID = 
@programID AND uporabnikID = @uporabnikID) 
begin  
 UPDATE okolje_stevec_zagonov 
SET stevec = stevec +1, datumZadnjeSpremembe = getdate() 




INSERT INTO okolje_stevec_zagonov (programID, uporabnikID, 
stevec, datumZadnjeSpremembe) 
 VALUES (@programID, @uporabnikID, 1, getdate()) 
END 
 
Za klic procedure pa poskrbimo v programu, v okolju PowerBuilder na dogodku 
ue_program_run po delu kode, ki preverja ustreznost verzije, če program, ki ga želimo 
pognati, vsebuje vse, kar potrebujemo za uspešen zagon ter avtorizacijo uporabnika za 
program, kličemo proceduro s spodnjo kodo. Iz programa preberemo šifro uporabnika 
ter šifro programa ter s tema parametroma kličemo proceduro 
proc_okolje_stevec_zagonov, ki smo jo ustvarili. Za testiranje uspešnosti izvedbe 
procedure smo dodali še izpis obvestila, če se procedura izvede neuspešno. Ob uspešni 
izvedbi iz programa preberemo kodo, ki nam pove, kaj se je zgodilo z izvedbo 
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procedure, - sqlca.sqlcode = -1 pomeni neuspešno izvedeno proceduro, 
sqlca.sqlcode = 100 pa nam pove, da se je procedura izvedla uspešno: 
 
ll_uporabnik = gn.il_upid 
DECLARE procedura_okolje_stevec_zagonov PROCEDURE FOR 
dbo.proc_okolje_stevec_zagonov @programID = :il_program, 
@uporabnikID = :ll_uporabnik USING sqlca; 
execute procedura_okolje_stevec_zagonov;                 
if sqlca.sqlcode = -1 then   
    messagebox("Napaka","Neuspešna izvedba procedure")  
    return 
else     
    commit; 
    return 
end if 
 
4.3.5  Implementacija spletnega brskalnika 
Najprej smo ustvarili objekt, ki vsebuje zavihke, v katere lahko potem dodamo nove 
objekte (angl. tab control), v našem primeru smo dodali 2 zavihka. V dogodku razširi 
(angl. resize) smo določili velikost, ki se spreminja glede na velikost zaslona oz. 
prostora, ki ga ima na voljo. V vsakega izmed zavihkov smo dodali objekt spletni 
brskalnik (angl. webbrowser control), znotraj njiju smo določili, na katero spletno stran 
kažeta ter v konstruktorju določili, da nastavi fokus na prvi zavihek in ga tudi prikaže 
ob zagonu glavnega okna. 
 
 




Slika 18:Končni izgled programa, takoj po zagonu 
Slika 17: Izgled zavihka za oddajo zahtevkov 
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4.3.6  Prenova okna za posodobitev programov 
Okno za posodobitev programov je večinoma namenjeno samo zaposlenim, 
namenjeno je posodobitvi programov, ki jih naložimo na lokalni disk oz. na strežnik. 
Program prebere konfiguracijsko datoteko, kjer je zapisana pot do mape s programi in 
datotekami potrebnimi za zagon vseh programov. Ko v to mapo skopiramo novejšo 
verzijo, program preveri, če je slučajno v tej mapi naložen kakšen program z novejšo 
verzijo ali datoteke s končnico .pbd, ki ima novejšo uro ter datum kreiranja. 
 
Cilj v tem oknu je bil predvsem doseči modernejši in preglednejši izgled. Nekaj je 
lepšemu izgledu pripomogla že implementacija teme, vendar smo program tudi zaradi 
same uporabnosti in preglednosti narediti vizualno še boljši. V podatkovnem oknu, ki 
prikazuje vrstice s programi ter .pbd objekti smo dodali vrstico kode, ki poskrbi, da so 
sode in lihe vrstice drugače obarvane. 16777215 in 16316405 predstavljata desetiški 
zapis, računan iz RGB vrednosti (koliko rdeče, zelene ter modre barve vsebuje naša 
barva, na primer 16777215 predstavlja RGB(255,255,255) oz. belo barvo, najlažje si 
je pri barvah pomagati s spletnimi kalkulatorji barv). 
 
if ( mod(getrow(),2) = 0, 16777215, 16316405) 
 
 
Slika 19: Izgled okna za posodabljanje programov pred prenovo 




Slika 20: Izgled okna za posodobitev programov po prenovi 
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5  Testiranje 
5.1  Splošno o testiranju 
V tem poglavju bomo nekaj besed namenili še zelo pomembnemu koraku pri razvoju 
in tudi nadgradnji obstoječih programov. IS21 skrbi za delovanje procesov v podjetjih, 
vse to mora potekati nemoteno in kar se da brez napak, ključni procesi, predvsem ti ki 
morajo natančno slediti zakonodaji, zahtevajo brezhibno delovanje, zato je natančno 
testiranje le teh nujno. 
 
Eden izmed rešitev, ki omogoča brezskrbno testiranje, so demo podatkovne baze z 
realnimi podatki, za vsako stranko posebej ter tudi kakšno lokalno bazo, univerzalno 
za vse stranke. V fazi razvoja in nadgrajevanja pogosto prihaja napak v delovanju, zato 
je pomembno, da med testiranja ne vplivamo na produkcijske baze strank, stranke 
dobijo v uporabo zgolj preverjene različice programov. 
 
Morda okolje 3Tav, ki smo ga prenovili ni ravno najboljši primer, ki bi potreboval 
veliko testiranja, saj je v odnosu do drugih programov zasnovan v modulih in precej 
manj kompleksen ter ima malo scenarijev uporabe, ki jih je treba preveriti. 
Najpravilnejši pristop bi bil kreiranje lokalne baze z dokaj realnimi kreiranimi podatki, 
ki bi bili primerljivi tem, s katerimi delajo stranke. Nato bi na različici programa, za 
katero smo prepričani, da deluje brez napak, spisali scenarije uporabe ter bi po 
testiranju shranili vrnjene rezultate, ti bi služili kot osnova za kasnejšo primerjavo in 
določitev, v kolikšni meri program deluje pravilno ter vse razlike z osnovnim 
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5.2  Tehnike testiranja 
5.2.1 Ročno testiranje 
Ročno testiranje je postopek, pri katerem preizkuševalec odigra vlogo končnega 
uporabnika. Da bi zagotovili verodostojnost testa, preizkuševalec pogosto sledi 
pisnemu načrtu testiranja, ki ga vodi skozi testne primere. 
 
Za manjše projekte in programe je primerno že raziskovalno testiranje, pri katerem 
preizkuševalec razišče uporabniški vmesnik z uporabo čim več funkcij. Ta metoda je 
primerna, če program testira nekdo, ki ima veliko strokovnega predznanja ter pozna 
področje ali pa nekdo, ki je nabral dovolj znanja na predhodnih testih, sicer je lahko 
testiranje povsem neprimerno za objektivno oceno delovanja. 
 
Ko govorimo o kompleksnih projektih in programih, je primernejša bolj formalna 
oblika ročnega testiranja. Pri njej natančno opišemo vse korake testiranja in čim več 
možnih scenarijev uporabe. Preizkuševalci sledijo korakom ter beležijo rezultate. 
Tovrstno testiranje razvijalcem poda zelo objektivno oceno pravilnosti delovanja ter 
tudi težav, ki so se pojavile med testi.  
 
Testiranje lahko razdelimo tudi na funkcionalno in nefunkcionalno testiranje. Pri 
funkcionalnem testiranju bo preizkuševalec preveril izračune, vse povezave na strani 
in vsa polja, ki ob danem vnosu pričakujejo izhod. Nefunkcionalno testiranje med 
drugim vključuje preizkušanje učinkovitosti, združljivosti in primernosti 
preizkušenega programa, njegove varnosti in uporabnosti. 
 
5.2.2 Avtomatsko testiranje  
 Zelo učinkovita metoda testiranja je tudi avtomatsko testiranje, kar pomeni, da s 
pomočjo programa najprej definiramo scenarije testiranja ter preverimo izvedbo, ta pa 
nam vrne rezultate z analizo, s katero potrdimo pravilnost delovanja oziroma nam v 
njej prikaže napake v delovanju. 
 
Za testiranje se najpogosteje uporabljajo programi, kot so IBM Rational Functional 
Tester, SmartBear TestComplete in Zeenyx AscentialTest, slednji je zelo primeren za 
testiranje programov, narejenih v okolju PowerBuilder, saj omogoča uvoz celotne 
kode ter enostavno definiranje scenarijev uporabe programov. Cene licenc za tovrstno 
testiranje so običajno precej visoke. 
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5.3  Testiranje okolja 3Tav 
Testiranje končnega produkta je bil zelo pomemben del prenove okolja 3Tav, testirali 
smo ga samo ročno. Za začetek smo med posodabljanjem vsako novo funkcionalnost 
testiral sami – opazovali smo pravilnost delovanja posameznih implementiranih 
funkcionalnosti ter to potrjevali oz. ovrgli z uporabo načina za razhroščevanje, ki ga 
ponuja okolje PowerBuilder. Spremljali smo pravilnost izvedbe kode, podatke, s 
katerimi je program operiral ter tudi končno delovanje grafičnega vmesnika, tako kot 
bo izvedbo končne kode videl uporabnik. S to metodo smo odkrili kar nekaj napak, ki 
bi sicer ostale neopažene, saj je delovanje na prvi pogled izgledalo pravilno. Po 
končani prvi različici programa, smo najprej sami v celoti mnogokrat preklikali 
program, želeli smo poiskati vse možne scenarije uporabe, do katerih bi uporabniki 
lahko prišli. Pri tem smo odkrili nekaj napak v delovanju ter jih odpravili. Nato smo 
program naložili še trem zaposlenim v podjetju, vsakemu na svoj računalnik. Z 
okoljem 3Tav se srečujejo dnevno, zato so za začetek dobili nalogo, da program 
uporabljajo brez navodil o testiranju scenarijev. V tem koraku smo želeli zgolj 
pridobiti odzive na uporabniško izkušnjo. Vsem trem se je implementacija novosti 
zdela logična, pri osnovni uporabi ni nihče prišel do napak v delovanju. Nato smo 
vsem trem dali usmeritve o testiranju vseh možnih scenarijev. Povezovali so se z 
različnimi bazami, uspelo jim je najti še nekaj scenarijev, ki jih sami nismo predvideli. 
Testiranje smo ves čas spremljali, na koncu smo zapisali napake do katerih je prišlo 
ter pripombe, ki so jih imeli testni uporabniki. 
 
Po ponovnih popravkih programa, smo ponovili testiranje, odkrili nismo nobene 
napake v delovanju. S testiranjem smo potrdili pravilnost delovanja in primernost 




6  Zaključek 
Okolje PowerBuilder je kljub mnogim drugim rešitvam, ki so med programerji bolj 
razširjene, zelo uporabno, lahko bi celo rekli, da je nekoliko podcenjeno. V podjetju 
3Tav je v tem okolju narejen celoten informacijski sistem IS21, ki ga že leta uporablja 
mnogo strank. 
 
V diplomskem delu smo predstavili številne prednosti okolja PowerBuilder. Najprej 
smo opredelili zasnovo delovanja, ki je vsaj v osnovi enaka v vseh različicah, nato smo 
podrobneje analizirali še novosti, ki so jih prinesle nadgradnje od različice PB12.5 do 
PB2019 R2. S primeri implementacije smo tudi praktično pokazali novosti, ki nam 
bodo pri nadgradnji operacijskega sistema IS21 omogočile enostavnejši razvoj. Te 
nam omogočajo mnogo več možnosti izdelave programov, kot nam jih sedaj omogoča 
PB12.5. Ravno tako nam bodo lahko v pomoč komponente zunanjih razvijalcev za 
okolje PowerBuilder. 
 
Za konec smo prenovili še okolje 3Tav, ki omogoča uporabo modulov in programov  
IS21. Okolje je po prenovi uporabnejše – nadgrajeno je z novostmi, kot so prenovljen 
izgled, zavihka s spletnim brskalnikom za iskanje dokumentov z najpogostejšimi 
vprašanji o programih ter stran za oddajo zahtevkov, gumb za oddaljeno pomoč, novo 
okno s petimi najpogosteje odprtimi programi ter enostavnejše menjavanje baze, s 
katero želimo odpreti programe. Ko se bo podjetje odločilo za nakup licenc PB2019 
R2, bo program lahko zaživel tudi pri strankah. Z natančnim testiranjem okolja smo 
tudi potrdili pravilnost delovanja.  
 
Okolje PowerBuilder se je izkazalo kot zelo napredno ter časovno učinkovito, z njim 
smo v relativno kratkem času implementirali številne novosti, ki omogočajo zelo 
poenostavljeno delo s podatki. Posodobitve, ki so se zgodile v preteklih letih, se ne 
odražajo zgolj v vseh novostih, ki smo jih predstavili v tej diplomski nalogi, temveč 
tudi v samem delovanju. Razvojno okolje je na sedanji verziji sredi programiranja ali 
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ob kakšni napaki pogosto prenehalo delovati, v različici PB2019 R2 smo na takšne 
situacije naleteli zelo redko. Kljub starosti različice PB12.5, lahko še vedno govorimo 
o povsem uporabnem okolju, ravno tako je cena licence za uporabo ugodnejša. S kar 
nekaj programerskega dela in komponentami zunanjih razvijalcem pa se lahko tudi s 
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