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Práce se zabývá problematikou simulace chování látek(textilu) za různých podmínek. Vy-
světluje základní principy používané při konstrukci počítačového modelu látky, popisuje
vnitřní i vnější sily působící na látku a ukazuje různé integrační metody postupující si-
mulaci v čase z pohledu vhodnosti a rychlosti pro simulaci látek. Práce obsahuje i popis
implementace ukázkové aplikace, ve které je část problematiky otestována.
Abstract
Thesis covers problematics of simulating cloth(textile) behaviour under different conditions.
It explains basic principles used in construction of cloth computer model, describes inner
and outer forces that act on cloth and shows different integration methods that forward
simulation in time from the view of suitability and speed when used on cloth simulation.
Work also includes description of implementation of a demo application in which is part of
these problematics tested.
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Počítačová simulace v dnešní době patří k běžným moderním prostředkům vědeckého bá-
dání, usnadňuje a je klíčovým prvkem při mnohých pracovních postupech a v neposlední
řade také našla své využití v herním a filmovém(animačním) průmyslu, kde sice nejde
o přesnou simulaci pro vědecké účely nebo o získávání nových informací ze simulace, avšak
zastává důležitou funkci v jejím dalším rozvoji.
Podobně i simulace textilie, která je i v dnešní době poměrně výpočetně náročná disci-
plina, pomáhá k zpřesňování a zrychlování simulace nalézáním nových metod pro napodo-
bení jejího chování. Potřeba simulace textilie nespočívá ani tak v objevování nových infor-
mací o textilních látkách, spíš je potřebná v textilním odvětví, kde slouží k vytváření mo-
delů oděvů – odstraňuje potřebu použití skutečných materiálů při tvorbě modelu, usnadňuje
změnu modelu a přispívá k urychlení práce; a také v herním a filmovém průmyslu, kde slouží
k dokonalejšímu napodobení reality – pro potřeby her je zejména nutná simulace látky v re-
álném čase, co vyžaduje vývoj nových, rychlejších metod pro její simulaci a přispívá tak
k rychlejší a postupem času i přesnější simulaci textilie v reálném čase.
Tento text je převážně zaměřen na tyto metody, snaží se popsat principy jednotlivých
algoritmů – zaměřuje se na popis integračních metod, kterých správný výběr je základem
pro rychlejší simulaci textilií. Ukazuje také jejich přínos i nevýhody a porovnává vlastnosti
metod na jednoduché simulační aplikaci.
Kapitola 2 obsahuje popis základních znalostí pro snadnější pochopení principů simulace
textilií. Kapitola 3 opisuje vybrané integrační metody a rozdíly mezi nimi. Kapitola 4 je
zaměřena na popis implementace základní demo aplikace, která implementuje poznatky
popsané v předcházejících kapitolách. V kapitole 5 je obsažen souhrn výsledků simulace po
použití jednotlivých integračních metod. Kapitola 6 obsahuje závěrečné hodnocení výsledků




Fyzikálně založená simulace textilií je formulovaná jako v čase proměnná parciální dife-
renciální rovnice, která je po diskretizaci numericky řešitelná jako běžná diferenciální rov-
nice [1]. Pro využití tohoto poznatku musíme provést diskretizaci spojité textilie(látky)
vytvořením abstrakce látky v podobě bodů(particle) rovnoměrně rozdělených po povrchu
látky. Body obsahují informaci o rozložení hmotnosti v látce. Jednotlivé body jsou pro-
pojené pružinami(constraints) různých vlastností, tak aby napodobovaly chování textilie.
Upravením vlastností jednotlivých pružin dosáhneme různé chování typické pro různé druhy
textilií(hedvábí, samet, bavlna, . . . ).
Pak na jednotlivé body můžeme uplatnit rozličné síly(forces) v různých směrech. Tímto
získáme samotnou diferenciální rovnici, kterou potřebujeme vyřešit – postoupit dál v čase
o určitý časový krok. Pro tento účel nám slouží numerická integrační metoda, použitím
které získáme z počátečního(vstupního) stavu systému nový stav(výstupní) v novém čase.
Při simulaci látky je dále vhodné použití detekce kolizí látky s jinými objekty v simu-
lované scéně. Detekce kolizí po každém časovém kroku, t.j. po každém postoupení simu-
lace integrátorem(numerickou integrační metodou) porovnává pozice jednotlivých objektů
a zjišťuje, zda nedošlo ke kolizi, k narušení povrchu jednoho objektu jiným objektem a
v případě zjištění kolize aplikuje postup pro opravu takovéto situace.
V další textu se zaměříme převážně na bližší popis nejdůležitějších částí simulace,
zejména integrátoru, kolizního systému, pružin(vnitřních sil) a vnějších sil působících na
látku(gravitace, vítr).
2.1 Popis modelu látky a systému pružin
Základem pro simulaci látky je samotný model látky, který co nejlépe odpovídá fyzikálním
vlastnostem skutečné tkaniny. Pokusy popsat látku matematickým modelem pocházejí již
z 40. let 20. století??. Snahou bylo popsat látku matematickými rovnicemi na základě
zjištění z různých jednoduchých pozorování. Výsledkem byly modely založené na struktuře
a geometrii látky – složité rovnice, které popisovaly pouze určitý aspekt chování látky.
Později došlo ke zlepšování a zjednodušování těchto modelů, avšak pro simulaci vlastností
látek v reálném čase byly nevhodné – ovšem dají se dobře použít pro statické snímky látky.
Proto vznikly i jiné směry v přístupu k modelování látky.
Paralelně s geometrickým přístupem byly vytvořeny koncepce látky jako kontinua, které
se snažily o modelování látky jako celku. Tento přístup, který popisoval látku jako spojitý
model dosahoval pouze nepříliš realistických výsledků a ukázal se být vhodnější pro mode-
3
lování plastových nebo gumových objektů, kterých struktura je viditelná až na molekulární
úrovni, kdežto látka má strukturu viditelnou volným okem. Spojitý přístup je proto méně
vhodný k modelování látky tvořené z poměrně velkých vláken.
Pro počítačovou simulaci je nejvhodnější k reprezentaci látky tvořené protkanými vlákny
modelovat tyto spojení pomocí bodů(částic) a vytvořit tak mřížku bodů, které reprezentují
tkaninu, viz obrázek2.1. Ovšem vytvářet bod pro každé spojení ve skutečné látce by bylo
příliš složité – příliš mnoho bodů, a proto jeden bod modelu představuje pouze část látky,
konkrétně jednu čtvercovou oblast, přičemž bod leží ve středu této oblasti a obsahuje souhrn
informací o působících energiích a hmotnosti v této oblasti látky [4].
Obrázek 2.1: Mřížka bodů
Takto popsaný model je pouze statický – ”seskupení bodů“. Pro použití v simulaci je
potřebné doplnit informaci o propojení jednotlivých bodů. Toto zaručí pružiny, které drží
látku pohromadě a vytvářejí odpovídající chování látky – fyzikální model .
Látka odolává čtyřem směrům pohybu:
Obrázek 2.2: Vnitřní sily působící na látku
Podle obrázku 2.2 jsou to natahování a stlačování látky ve vertikálním i horizontálním
směru(stretch/compression), natahování v diagonálním směru(shear) a přehýbání(bend).
Proto je vhodné zavést tyto restrikce i do modelu v podobě systému pružin.
Pružiny odolávají roztažení a stláčení a generují sílu tomu odpovídající(Hookův zákon):
F = −k · x (2.1)
x = l − l0 (2.2)
, kde x je rozdíl délky roztažené nebo stlačené pružiny l a její délky v klidovém stavu l0; k je
hodnota konstanty pevnosti pružiny. K tomuto popisu se ještě přidává mírná odpudivá síla,
která odolává pohybu pružiny(damping). Je proporcionální k rychlosti bodů, které tvoří
pružinu:
F = −k · x− b · v (2.3)
, konstanta b určuje míru působení odporu na pružinu, v je rozdíl rychlosti bodů.
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Problémem zůstává zjištění hodnoty konstant k a b.
Z toho důvodu byly vytvořeny metody pro měření jednotlivých parametrů na skutečných
látkách – např. Kawabatův hodnotící systém(Kawabata evaluation system), který je tvořen
sadou čtyř přístrojů, se kterými lze provést až šest různých testů [4]. Výsledkem testu bývá
funkce definující hodnoty pro odolnost látky vůči působení sil použitých v měřeném testu.
Obrázek 2.3: Funkce pro parametry přehýbání a roztažení u bavlny
Zjišťujeme, že působení pružin u látek je nelineární děj a pro dosažení realistického
chování látky by tedy bylo vhodné pro každý parametr matematicky aproximovat tuto
funkci – funkci energie(parametry pro horizontální a vertikální roztažitelnost není potřeba
aproximovat zvlášť pro každý typ látky vzhledem k tomu, že bývají u různých látek poměrně
stejné). Problém ovšem nastává se složitostí výsledné aproximace, protože výpočet výsledku
aproximované funkce není vhodné použít pro rozsáhlé modely(modely s velkým počtem
bodů) z důvodů značných výpočetních nároků a tedy zpomalení simulace. Z toho důvodu
je pro simulaci v reálném čase tento model pružin téměř nepoužitelný.
Lepší je popsat parametry intuitivním způsobem a zkombinovat předešlé přístupy pro
popis modelu pro lepší výsledek – funkce energie s kontinuálním přístupem, kde kontinuální
přístup je omezen na definice funkcí pro jednotlivé trojúhelníky(pro natahování, stlačování a
diagonální natahování; přehýbání je definováno pro hrany – mezi sousedními trojúhelníky).
Spolu s tím odstraníme aproximaci polynomu u funkcí energie a výpočet se tak zjednoduší
a zrychlí:
C(x) = a
( ‖wu (x)‖ − bu
‖wv (x)‖ − bv
)
(2.4)
C(x) = awu (x)
T wv (x) (2.5)
C(x) = θ (2.6)
Kde wu a wv jsou vektory mapující 2D látku do 3D prostoru, a je plocha trojúhelníku,
bu a bv jsou parametry pro látku v klidu(normálně mají hodnotu 1) a C(x) je vektorová
podmínka, kterou chceme mít nulovou [1]. Pro výpočet energie a síly pak použijeme tyto
vzorce:




Systém složený z těchto pružin(funkcí energie) dosahuje velmi dobré výsledky a může
být použitý i pro reálně vypadající simulaci modelů s mnoha částicemi. Pro potřeby rychlé
simulace však můžeme využít i jednodušších přístupů.
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Dosud byly všechny pružiny založeny na vypočítání sil, které se pokoušejí navrátit
látku(a všechny její pružiny) do klidového stavu. Numerická integrace(zejména explicitní)
se však potýká s problémy při řešení pevných(stiff) systémů pružin, které se v látce nalézají.
Tomuto se dá předejít upravením pozicí samotných bodů místo jejich ”posouvání“ pomocí
sil. Vzájemná vzdálenost dvou bodů tvořících pružinu je v každém kroku porovnána s délkou
této pružiny v klidu. Pozice obou bodů jsou pak upraveny, tak aby jejich vzdálenost opět
odpovídala klidové délce pružiny a tento proces je opakován vícekrát pro celý systém, který
se tak ustálí a délky všech pružin jsou více či méně uspokojeny.
Použitím tohoto systému ”pružin“ získáme výhodu v odolávání nestabilnímu chování
u explicitních metod. Spolu s tím ovšem přijdeme o možnost nastavit konstanty pro pružiny
a tím i způsob modelování různých textilií. Navíc rychlost simulace závisí na počtu iterací,
které zvolíme pro dostatečné uspokojení pružin a zároveň je tato metoda je silně citlivá na
zvolený integrační krok – různá pevnost pružin, a proto proměnlivý integrační krok může
způsobovat různé chování, většinou však nežádané.
Pro dosažení žádaného výsledku je tedy nejvhodnější kombinace dvou jednoduchých
přístupů a využití jejich výhod – pružiny definované podle Hookova zákona, které simulují
látku věrně a pružiny definované pouhým posouvání bodů [9]. Vhodnou kombinací získáme
stabilní a zároveň věrohodnou simulaci. Tyto pružiny byly využity i v testovací aplikaci.
Pak můžeme vytvořit systém pružin v látce spojením bodů, jak je patrné z obrázku 2.4.
Obrázek 2.4: Pružiny v látce
Obrázek 2.4 ukazuje tři druhy pružin oponující silám:
• ve vertikálním a horizontálním směru, které stláčejí a roztahují látku – přímé propo-
jení všech bodů do sítě bodů(mesh)
• v diagonálním směru, které roztahují látku – diagonální propojení všech bodů
• které vytlačují látku z roviny a prohýbají ji – propojení mezi body na lichých pozicích
Nejsilnějšími jsou pružiny vytvářející přímé spojení mezi jednotlivými body, drží body
látky pohromadě, a proto na ně působí největší silou. Toto chování může později způsobit
problémy s integrátorem systému – tzv. ”pevný“ systém(angl. stiff, je popsán v následující




Integrátor – systém užívající numerickou integrační metodu pro řešení diferenciálních rov-
nic spojených se simulací, je klíčovým prvkem při tvorbě počítačové animace s fyzikálním
modelem užívajícím sil. Při simulaci látky vycházíme z předem známé polohy(a rychlosti)
každého bodu v modelu látky. Na každý bod působí různé vnitřní i vnější síly, které se






Užitím integrační metody uplatníme zrychlení na body a vypočítáme nové rychlosti a
nové polohy bodů. Výpočet nových hodnot je definovaný vždy pro určitý časový úsek –
časový krok(také integrační krok).
Vlastnosti simulace silně závisí na zvolené integrační metodě, zejména rychlost a přes-
nost simulace. Zásadním problémem při simulaci látky bývá příliš ”pevný“ systém(velmi
silné pružiny), který způsobuje problémy se stabilitou integrátoru. Výsledkem bývá příliš
velké odchýlení výsledků výpočtu od skutečné hodnoty a metoda přestává konvergovat.
S tím souvisí 2 různé typy integračních metod.
Explicitní metody vycházejí pouze z předcházejícího stavu systému, na základě kterého
vypočítají nový stav, který nastane po určeném časovém kroku. Pro každý bod je vypočtena
nová poloha(a také rychlost, jestli je potřeba) nezávisle na pozici(nebo rychlosti) soused-
ních bodů. Na konci každého integračního kroku jsou jednotlivé body mírně mimo pozici, na
které by měly v skutečnosti být. Při dalším integračním kroku jsou vypočítány nové pozice
bodů ze sil, ale vzhledem k tomu, že pozice bodů se mírně odchylují od správné pozice jsou
i tyto síly mírně nepřesné. Při tomto kroku nebudou pozice bodů upraveny dostatečně, co
v následujícím kroku povede k nadměrné úpravě a nové chybě. Říkáme, že systém nabírá
energii, což vede k rapidnímu nárůstu chyby až za únosnou hranici. Systém se zhroutí.
Implicitní metody na druhé straně počítají i s polohami ostatních bodů. V jednom
časovém kroku jsou nové pozice vypočteny s ohledem k sousedním bodům. Navíc místo
nabírání energie ji implicitní metody ztrácejí, co nezaručuje větší přesnost simulace, až do-
sáhnou klidového stavu. Takové chování je vhodné, dokonce žádané, protože se ve většině
případů stejně přidává síla, která zaručí toto chování – tlumící síla(damping)[6]. Proto
u nich nedochází k nestabilitě v takovém rozsahu jako u explicitních metod.
Příčinou způsobující nestabilní chování jsou převážně velmi silné pružiny(angl. stiff con-
straint) a u explicitních metod mohou být řešeny snížením pevnosti pružiny, tento přístup
však vede k nerealistické ”gumové“ látce. Proto jsou implicitní metody vhodnější pro simu-
laci látek v porovnání s explicitními.
Jednotlivé integrační metody budou podrobněji popsány v kapitole 3.
2.3 Popis kolizního systému
Kolizní systém ošetřuje případy, kdy dochází ke střetu mezi objekty ve scéně tak, aby
nedošlo k proniknutí jednoho objektu do druhého.
Implementace takového systému bývá velmi složitá a proto bývá snazší cestou využití
již implementovaného systému, který se nachází v mnoha systémech pro simulaci dynamiky
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pevných těles. Tyto systémy bývají zpravidla optimalizované pro řešení kolize více objektů
se složitější strukturou. Integrace systému do již vytvořené aplikace však může být složitější
z důvodu různých potřeb a přístupů u různých systémů.
Alternativou může být vlastní kolizní systém. Proces ošetření kolize spočívá v detekci
kolizní situace a její nápravě. Při detekci se kontroluje vzájemná pozice trojúhelníků a
bodů a pozice mezi hranami u všech objektů. Rychlost detekce kolizí tedy závisí na složi-
tosti scény. Pomocí předešlého stavu, ve kterém k žádným kolizím nedošlo předpokládáme
lineární pohyb látky k současné pozici a zjistíme možné průsečíky mezi změnou polohy bodu
a trojúhelníku nebo mezi změnou poloh dvou hran. Systém je možné optimalizovat, aby
nebylo nutné kontrolovat pozice všech bodů, trojúhelníků a hran nahrazením objektů nebo
částí objektů jednodušším popisem a jejich vyloučením v případě, že nemohou kolidovat
[1]. V případě kolizní situace může být pozice napravena např. vytvořením dočasné kolizní
pružiny, která vytlačí objekt(nebo jeho část, např. body v případě látky) ven z penetrova-
ného objektu; nebo přímo změnou pozice objektu(nebo jeho částí), tak aby už nezasahoval
do narušeného objektu.
Kolize látek jsou tedy poměrně výpočetně náročné akce, avšak nepostradatelné při in-
terakci látky se scénou.
2.4 Popis vnějších sil působících na látku
Na simulovanou látku mohou působit různé síly – od gravitace, přes vítr, až po interaktivní
tahání jednotlivých bodů látky vytvořené uživatelem.
Gravitace je sila působící směrem k zemskému povrchu stejným zrychlením na všechny
hmotné předměty. Model látky, se kterým pracujeme je složený z mnoha bodů, kde každý
z nich má svou hmotnost proporcionálně k oblasti látky, kterou aproximuje, a proto na každý
z nich působí síla odpovídající této hmotnosti v záporném směru osy z v souřadném systému
simulační scény. Tato síla je snadno implementovatelná a představuje pouze přídavek síly
k silám působícím na jednotlivé body(proporcionálně k hmotnosti bodu).
F = m · g (2.10)
, kde g
.= 9,8 ms−2, tedy gravitační zrychlení.
Aerodynamické síly nebo zjednodušeně vítr umožňují předvést typické vlastnosti látky
jako je např. vlnění vlajky na stožáru. Simulace aerodynamických sil se pro simulaci látky
využívá pouze v zjednodušené formě. Větrná síla působí jenom na látku a látka neovlivňuje
zpětně vzdušnou hmotu. Toto by vyžadovalo použití rovnic pro dynamiku kapalin[3], které
by umožňovaly dosažení interakce látky se vzduchem, nicméně by měly pro rychlou simu-
laci látky, která je hlavním zájmem této práce, pouze vedlejší hodnotu a zbytečně by ji
zpomalovaly.
Vítr není pouhá síla působící na všechny body jedním směrem jako gravitace, ale spíše
vyjadřuje sílu částic vzduchu, které tlačí na plochu látky pod určitým úhlem, který je mezi
směrem proudění větru a směrem normály plochy. S ohledem na definici modelu látky jako
složeného z bodů, tak můžeme látku rozdělit na co nejmenší plochy – trojúhelníky, kde každý
z nich je složen ze tří bodů. Pro každý z trojúhelníků vypočítáme normálu následovně:
−→n = (−→x2 −−→x1)× (−→x3 −−→x1) (2.11)
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,kde n je normála trojúhelníku a −→x1, −→x2 a −→x3 jsou pozice bodů tvořících trojúhelník. Velikost
normály je úměrná ploše trojúhelníku.
Výsledná síla působí ve směru nebo proti směru této normály a její velikost je úměrná
ploše trojúhelníku a úhlu mezi vektorem síly větru a normálou trojúhelníku:
f =
−→
V · −→n (2.12)
−→
F = f · −→nn (2.13)
,kde
−→
V je vektor síly větru, f je pak velikost výsledné síly, kterou vynásobíme s jednotkovým
vektorem normály −→nn a dostaneme −→F , co je výsledná síla působící na body trojúhelníku.
Síla větru působící na každý z trojúhelníků(a následně na každý z bodů trojúhelníku) tak
závisí na úhlu natočení daného trojúhelníku k vektoru síly větru, viz obr. 2.5.
Nastavením vhodné velikosti a směru vektoru
−→
V teď můžeme simulovat působení různé
síly větru na model látky.




3.1 Úvod do integračních metod
Tato kapitola obsahuje popis jednotlivých integračních metod – metod řešících numerickou
integraci běžných diferenciálních rovnic, které jsou použité v testovací aplikaci. Jsou zde
popsány převážně teoretické principy integrátoru, kapitola se však zmiňuje také o výhodách
a nevýhodách jejich použití.
Pro výpočet nové rychlosti a zrychlení ve fyzice používáme vztahy:
x(t0) = x0 (3.1)
v(t0) = v0 (3.2)
v′ = f(t, v) (3.3)
x′ = g(t, x) (3.4)
, kde x0 a v0 je počáteční poloha a rychlost(počáteční podmínky) v počátečním čase t0 a f
a g jsou funkce, které vypočítají hodnotu derivace, tedy zrychlení a rychlost v čase t. Našim
cílem je však vypočítat z aktuální hodnoty zrychlení novou rychlost a z aktuální hodnoty
rychlosti novou polohu, tedy snažíme se aproximovat systém:
v(T ) = v0 +
T∫
0
f(t, v) dt (3.5)
x(T ) = x0 +
T∫
0
f(t, x) dt (3.6)
Počítač pracuje s diskrétními daty a proto je řešení počítáno v diskrétních časových
bodech t0, t1, t2, . . . , tn a intervaly mezi těmito body nazýváme integračními kroky [8]:
hi = ti+1 − ti (3.7)
Metody lze rozdělit podle dvou kritérií:
• podle toho kolik členů Taylorova rozvoje používají mluvíme o řádu metody1
1Použití 3 a více členů Taylorova rozvoje znamená výpočet mezikroků uprostřed kroku samotného zpře-
sňujících aproximaci – čím více mezikroků, tím větší přesnost za cenu větší délky výpočtu. Také metody
neodvozené od Taylorova rozvoje mají hodnotu řádu – takovou jako odvozená metoda, která dosahuje stejné
velikosti chyby.
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Vícekrokové metody mají problém tzv. inicializační hodnoty, kdy nemáme při začátku
výpočtu prvních pár kroků potřebných pro výpočet nové hodnoty. Proto pro výpočet prv-
ních N kroků obvykle používáme některou z jednokrokových metod. [8]
3.2 Explicitní Eulerova metoda
Tato metoda je jednou ze základních metod. Je to typická jednokroková metoda. Vychází
z prvních dvou členů Taylorova rozvoje a využívá k výpočtu nové hodnoty pouze hodnotu
předcházejícího(výchozího kroku)[8]:
y(t+ h) = y(t) + hf(t, y(t)) (3.8)
Pro výpočet nám tedy stačí znát výchozí polohu a rychlost každého bodu látky a jejich
nové hodnoty určíme následovně:
vn+1 = vn + ha (3.9)
xn+1 = xn + hvn (3.10)
Jednoduchost této metody je však zřejmě jedinou její výhodou, protože míra chyby
vzrůstá vzhledem na velikost kroku:







yn+1 = yn + hf(tn, yn) +O(h2) (3.12)
Rovnice 3.11 ukazuje Taylorův rozvoj zkrácený na 3 členy a funkci O, která určuje
hodnotu rozdílu skutečné hodnoty oproti aproximaci. Ponecháním pouze prvních 2 členů a
přepsáním do tvaru Eulerovy metody v rovnici 3.12 můžeme vidět rozdíl oproti skutečné
hodnotě, který závisí na čtverci velikosti kroku h. Snížení velikosti kroku na polovinu tedy
znamená snížení chyby pouze o čtvrtinu. Celková chyba O(h2N) pak závisí na zvolené
velikosti kroku h a na počtu kroků N [2].
Eulerova metoda je také značně nestabilní. Při definici metody řešící lineární systém
jako:
xn+1 = xn + h[Axn +Bnu] (3.13)
se stává nestabilní, když:
h ≥ 2|λ| (3.14)
, kde λ je největší vlastní číslo A.
Problémy se stabilitou je možné částečně odstranit použitím semi-implicitní formy Eu-
lerovy metody. Tato metoda je použitelná pro řešení Hamiltonových rovnic2 a upravuje
běžnou Eulerovu metodu pouze minimálně:
vn+1 = vn + ha (3.15)
xn+1 = xn + hvn+1 (3.16)
2Rovnice pro výpočet rychlosti a polohy.
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Změna oproti základní metodě spočívá v dosazení nově vypočtené rychlosti vn+1 do
rovnice pro výpočet nové polohy.
Eulerova metoda je tedy vzhledem k její značné chybovosti a nestabilitě použitelná jen
pro srovnávací nebo výukové účely – běžně se nepoužívá, používají se spíše metody vyššího
řádu nebo vícekrokové metody. Některé z nich jsou popsané v dalším textu.
3.3 Metoda Adams-Bashforth
Je typická vícekroková metoda, tedy používá dvě a více předchozích hodnot k výpočtu nové.
Tato metoda se setkává s problémem startu, kdy nejsou známé hodnoty předchozích kroků,
a proto se pro jejich určení používá jiná jednokroková metoda, např. Eulerova metoda3.
Hodnoty předchozích kroků jsou váhovaně vynásobeny délkou kroku a přičítány k poslední
vypočítané hodnotě. Podle počtu použitých předcházejících kroků vzrůstá přesnost řešení,
avšak s přibývajícím počtem hodnot se zvyšuje i náročnost výpočtu[8]. Lineární vícekrokové
metody mají tvar:
yn+s + as−1yn+(s−1) + · · ·+ a0yn = h(bsf(tn+s, yn+s) + bs−1f(tn+(s−1), yn+(s−1)) +
+ · · ·+ b0f(tn, yn)) (3.17)
Hodnoty a0 . . . as−1 a b0 . . . bs jsou koeficienty metody nastavené tak, aby přesně inter-
polovaly y(t) – polynom řádu s(nastavuje je autor metody). Z toho můžeme odvodit vztahy
pro metodu Adams-Bashforth se čtyřmi předchozími členy pro náš systém:
vn+1 = vn + h(
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xn+1 = xn + h(
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, funkce f(ty, vy) a f(ty, xy) představují první derivace rychlosti a polohy podle času, tedy
zrychlení a rychlost.
Navzdory zlepšení přesnosti oproti jednokrokové Eulerově metodě se tyto metody, vzhle-
dem k tomu, že jsou explicitní, potýkají s nestabilitou stejně jako Eulerova metoda.
Chyba těchto metod je úměrná počtu použitých členů a je rovna chybě metody řádu hs,
z čeho se usuzuje, že Adams-Bashforth-ova metoda o počtu členů s je stejného řádu s[10].
3.4 Verletova metoda
Metoda se často používá k simulaci dynamických sil mezi molekulami nebo pro simulaci
podobných systémů složených z částic(particles), přičemž existují požadavky na vzdálenost
mezi částicemi(constraints). Hodí se tak pro simulace textilních látek. Rovnice pro základní



















a po vyjádření nového stavu získáme:
y(t+ h) = 2y(t)− y(t− h) + h2y′′(t) +O(h4) (3.23)
Přepsáním pro Hamiltonovský systém můžeme psát:
xn+1 = 2xn − xn−1 + h2a (3.24)
Z rovnice je možné zjistit, že pro výpočet nové polohy nám stačí znát jen předcházející
xn−1 a současnou xn polohu bodu(částice) a zrychlení a, které na něj působí. Problém
inicializační hodnoty pro předcházející polohu můžeme vyřešit použitím jednoduší, např.
Eulerovi metody pro první krok nebo použitím rychlostní formy Verletovy metody pouze
pro výpočet nové polohy a tak metodu vhodně odstartovat:
xn+1 = xn + vnh+ ha (3.25)
Chyba při prvním kroku použitím této rovnice dosahuje O(h3), avšak nepředstavuje
výraznou ztrátu přesnosti, zejména při velkém počtu dalších kroků.
Použitím Verletovy metody vynecháme kompletně výpočet rychlosti, co značně redukuje
míru chyby této metody. Jestli ovšem chceme rychlost použít v dalších výpočtech, tak ji





Proměnná vn je však pouze rychlost v současném kroku a je tak opožděna oproti poloze
o jeden časový krok. Pro výpočet nové rychlosti vn+1 musíme zkrátit interval v předešlém





Lokální chyba metody vychází podobně jako u Eulerovy metody z míry použití Taylo-
rova polynomu(použity jsou 4 členy, 2 se odečtou) a je vyjádřena jako:
Err(y(t0 + h)) = O(h4) (3.28)
Celkovou chybu pak můžeme spočítat jako:
Err(y(t0 + T )) = O(h2) (3.29)
, kde T = hN a N je počet provedených kroků[11].
Při použití Verletovy metody je možné implementovat mírní tlumící efekt simulující
např. odpor vzduchu, jednoduchým zakomponováním tlumení do výrazu popisujícího me-
todu:
xn+1 = (2− ftlum)xn − (1− ftlum)xn−1 + h2a (3.30)
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, kde ftlum je faktor tlumení představující ztrátu rychlosti pro jeden krok v prospěch odporu
vzduchu[5].
Verletova metoda je rychlá metoda, mezi její výhody patří časová invariance, což zna-
mená, že po provedení kroku vpřed a následném zpětném kroku se ocitneme ve stejném
místě jako na počátku[6]. Není vždy přesná, energie může občas opouštět systém a ztratit
se. Je vhodná pro simulaci látky v reálném čase a je snadno použitelná v jednoduchých
herních simulacích4.
4Zpočátku se fyzikální simulace v hrách používaly jen pro jednoduché simulace – např. nahrazení ručně
animovaných scén pádu mrtvého těla na zem. Použitím fyzikální simulace vznikaly mnohem reálnější pády,
ovšem kvůli nedostatku pevných spojů u modelů postav se tyto dostávaly do v skutečnosti nemožných pozicí,




Jednoduchá testovací aplikace je implementována v jazyce C++ s použitím základních
knihoven jazyka, pro grafické uživatelské rozhraní je použito prostředí Qt a knihovna QGL-
Viewer, která se stará o vykreslování scény a uživatelské interakce(např. pohybování scé-
nou).
Aplikace simuluje chování látky v reálném čase v prostředí modelové scény. Scéna může
být upravena za běhu pro otestování v různých podmínkách – je možné přidat objekt(kouli)
a otestovat tak kolize látky, zapnout působení větru. Také lze změnit zobrazení z vyplněné
látky na zobrazení čar nebo pouze bodů v látce pro lepší přehled ve scéně.
4.1 Model látky v aplikaci
Pro výstavbu aplikace bylo využito objektového modelu, který je možné vidět na obr. 4.1:
Obrázek 4.1: Objektový model aplikace
Jak je patrné z obrázku a bylo naznačeno v předešlých kapitolách, aplikace modeluje
látku jako soubor diskrétních bodů uspořádaných do čtvercové mřížky. Každý bod obsahuje
informaci o své pozici, okamžité rychlosti, zrychlení a také o hmotnosti. Při každém kroku
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jsou vypočítány síly působící na bod, ty jsou sečteny a pomocí Newtonova pohybového
zákonu je vypočítána síla působící na bod. Všechny body látky jsou po vytvoření nastaveny
do výchozí přednastavené pozice.
4.2 Systémy pružin
Jednotlivé body jsou propojeny třemi typy pružin podle popisu v kapitole 2. Každá z pružin
je tvořena dvěma body a informací o jejich klidové vzdálenosti. Při každém kroku prochází
aplikace všechny existující pružiny a pomocí systému řešícího natažení pružin posouvá body
tvořící pružinu, aby zachovala jejich vzdálenost. Aplikace používá dva systémy pružin:
• metoda založená pouze na polohové korekci bodů
• metoda založená na Hookově zákoně s korekcí polohy bodu v případě příliš velké
vzdálenosti mezi body – korekce je uplatněna po přesáhnutí 10 % odchylky od skutečné
polohy[9]
První metoda je mnohem jednodušší a nepotýká se s nestabilitou. Výsledek však ne-
poskytuje dostatečně reálné výsledky. Metoda je silně závislá na délce integračního kroku
– v každém kroku aplikace iteruje přes všechny pružiny zadaný počet krát a upravuje
vzdálenosti bodů do jejich původní pozice, a proto snížení nebo zvýšení délky integračního
kroku(které vyvolává různý počet integračních kroků potřebných pro dosažení stejného
stavu) má vliv na počet provedených iterací a tedy i pevnost pružiny. Tato metoda neu-
možňuje modelovat rozdílné druhy látek.
Druhá z metod je velmi přesná při modelování jemných záhybů látky. Většina imple-
mentovaných integračních metod se setkává se značnými problémy se stabilitou při použití
systému pružin definovaného pomocí Hookova zákona, F = −kx− bv, což se obvykle kori-
guje nastavením kratšího integračního kroku(tím tyto problémy můžeme částečně odstranit,
ale za cenu zvýšení potřebných výpočtů a zpomalení celé simulace) nebo snížením pevnosti
pružiny(upravením konstanty k v rovnici Hookova zákona). Látka ovšem po snížení pevnosti
pružiny nedosahuje požadovaného chování. Zkombinováním předešlé metody s tímto postu-
pem však můžeme dosáhnou mnohem lepších výsledků a zbavit se tak problémů s pevností
pružin. Problémy obou přístupů však v snížené míře přetrvávají i nadále(metoda je částečně
závislá na délce integračního kroku a v některých případech se stává nestabilní). Změnou
konstant u jednotlivých typů pružin můžeme dosáhnout chování typické pro různé druhy
látek, důležité jsou hlavně konstanty pro diagonální natahování(shear) a přehýbání(bend).
4.3 Použité integrační metody
Implementace obsahuje všechny popsané integrační metody a u každé z nich je nastaven
implicitní časový krok, který odpovídá nejlepšímu chování metody v demo aplikaci. Krok
může být v aplikaci později změněn zvlášť pro každou metodu v menu Nastavení. Pro im-
plementaci byl zvolen základní typ Verletovy metody – poziční Verletova metoda(3.4), která
vynechává výpočet rychlosti, dále základní Eulerova metoda(3.2) je lehce modifikována do
semi-implicitního tvaru pro lepší výsledky a byla zvolena metoda Adams-Bashforth pátého
řádu(o pěti členech), která byla popsána v sekci 3.3. Rozdíly mezi jednotlivými metodami
jsou značné, zejména mezi Verletovou a ostatními metodami, vzhledem k tomu, že Verletova
metoda je pro své vlastnosti k simulaci látky nejvhodnější. Aplikace ukazuje, že i s poměrně
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jednoduchými algoritmy lze dosáhnout poměrně rychlé a přesné simulace, která věrně na-
podobuje chování látky. Popis výsledků testů a srovnání jednotlivých metod je podrobněji
popsáno v kapitole 5.
4.4 Aerodynamické síly a gravitace
Aplikace také implementuje vzdušné síly působící na látku, viz 2.4. Na látku je v každém
integračním kroku uplatněna náhodná síla v rozmezí 30 až 50N působící v kladném směru
osy y simulační scény. Působení této síly je možné kdykoliv vypnout nebo zapnout a je
vhodné pro pozorování jemné struktury různých druhů látek, které se při působení větru
chovají mírně odlišně.
Počáteční ”testy“, kterými jsem se snažil simulovat vítr představovaly pouhé působení
stejné síly na každý bod látky. Tento přístup ovšem selhal. Simulace byly naprosto nerealis-
tické a síly působily spíš problémy se simulací než užitek. Vzhledem k tomu, že vítr je hmota
vzduchu působící na plochu látky, která je k němu natočena kolmo plnou silou, ale plochu
rovnoběžnou s jeho působením tato hmota obchází a nemá na ni žádný vliv, je možné usou-
dit závislost síly na úhlu, pod kterým je plocha látky natočena ke směru působení. Proto
je větrnou sílu lepší definovat na úrovni trojúhelníků a vypočítat sílu podle velikosti úhlu
mezi jejich polohou a působením síly. Použitím vzorců ze sekce 2.4 dosáhneme jednoduchý,
ale věrný popis aerodynamických sil působících na látku.
Kromě sil vzduchu je v simulaci samozřejmě obsažena gravitační síla, která ”tahá“ každý
objekt zrychlením 9,8ms−2 v záporném směru osy z, viz 2.4.
4.5 Kolizní systém v aplikaci
Původní záměr bylo zahrnout do aplikace také komplexní kolizní systém řešící i kolize se
složitými objekty. Naskytovaly se dvě možnosti, a to že si požadovaný systém implementuji
vlastnoručně nebo využiji již naprogramovaných prostředků, které jsou specificky určené
pro řešení těchto problémů. Výhody použití druhé možnosti jsou přepracovanost a opti-
malizovaný kód, z důvodu že systémy bývají často používané v hrách, kde je potřebná
rychlá odezva. Z tohoto důvodu jsem se rozhodl použít Open Dynamics Engine(ODE),
který je vhodný pro fyzikální simulaci pevných těles. Kolizní systém u ODE je silně prová-
zán se systémem pro simulaci pevných těles, proto bylo třeba model látky naimplementovat
v prostředí ODE. Tento systém není určen pro simulaci ohebných objektů(tzv. ”soft bo-
dies“) jako je látka, ale umožňuje spojit pevné objekty pomocí kloubů/zábran(constraints)
a umožňuje tak vytvoření jednoduchého modelu látky, vhodného pro rychlé simulace, např.
herní. Ovšem problémem je volba vhodného typu pevného objektu pro model. V ODE
existuje třída TriMesh umožňující modelovat komplexní tvary pomocí trojúhelníků. Po
četných pokusech s modelem látky, který jsem nebyl schopen ”donutit“ kolidovat jsem však
byl nucen od této varianty upustit.
Z tohoto důvodu jsou v aplikaci implementované jen jednoduché kolize látky s koulí
založené na kontrole vzdálenosti jednotlivých bodů látky od středu koule a napravení jejich
pozice jestli dojde k překročení prahu vzdálenosti, který je určený poloměrem koule [7].
Tento princip můžeme popsat jednoduchým pseudoalgoritmem:
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d = pozice bodu − pozice středu koule
jestli normalizované d ≥ poloměr
posuň bod na pozici(normála d · (poloměr koule − normalizované d))
Tabulka 4.1: Pseudokód kolizního systému
4.6 Použité nástroje
Pro orientaci ve scéně využívá tato aplikace knihovnu QGLViewer, která slouží jako základ
pro tvorbu aplikací zobrazujících 3D scény. Umožňuje uživateli jednoduchý pohyb scénou
pomocí myši a implementuje třídu Vec pro manipulaci s vektorovými daty. Je založená na
toolkitu Qt, což jí umožňuje snadné včlenění do grafického rozhraní vytvořeného pomocí
Qt. Použití prostředí Qt zaručuje aplikaci přenositelnost na široké spektrum platforem.
Grafické uživatelské rozhraní aplikace obsahuje základní prvky pro ovládání scény jako
jsou spuštění a pozastavení animace, restart animace a prvky pro výběr z dostupných voleb




Tato kapitola obsahuje výsledky simulací pro jednotlivé použité integrační metody, které
jsou zhodnoceny z hlediska rychlosti simulace a stability metody.
Pro porovnání rychlosti byl proveden test, který byl zaměřen na rychlost jednotlivých
integračních metod. Je použita látka o velikosti 10x10 jednotek(1 jednotka = vzdálenost
velikosti 1 ve scéně), velikost kroku 10 ms, počet provedených kroků je 2000 a je použit
systém pružin vycházející z Hookova zákona1:
Eulerova metoda





















1Test byl proveden na počítači s procesorem Intel Core 2 Duo T8300 2.4 GHz s velikostí paměti 2 GB a
grafickou kartou Intel X3100(GM965) v prostředí OS Ubuntu 9.10.
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Metoda Adams-Bashforth










Z hodnot je patrné, že mezi metodami jsou jen minimální rozdíly, které se zvětšují
použitím látky s větším rozlišením. Nejrychlejší z metod je Eulerova metoda, která je nej-
jednodušší a proto je výpočetně nejméně náročná. Opakem je metoda Adams-Bashforth,
při které použití pěti předchozích hodnot zřejmě zpomaluje výpočet a pro simulaci není
nejvhodnější.
Výsledky jsou pro přehlednost vyneseny do grafu:
Obrázek 5.1: Výsledky porovnání metod: os x – doba výpočtu, os y – velikost látky(velikost
hrany čtverce YxY)
Simulace látek vykazuje značnou nestabilitu při použití dostatečně pevných pružin, které
věrohodně simulují chování látky. Z použitých metod je nejstabilnější Verletova metoda. Je
to do značné míry i použitím tlumícího efektu zakomponovaného přímo do metody, který
umožňuje postupné uvolňování energie ze systému a k jejímu nadměrnému růstu tak často
nedochází.
Ze zbývajících dvou metod se ukázala metoda Adams-Bashforth jako velmi nestabilní,
vykazovala nestabilitu již při malých velikostech konstanty pevnosti pružin a i při značně
malé velikosti integračního kroku docházelo k problémům. Proto je tato metoda nejméně
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vhodná pro simulaci látek a v aplikaci je uvedena spíše pro porovnání s ostatními metodami.
Eulerova metoda vykazovala největší náchylnost k problémům s nestabilním chováním
u kolizí s koulí, kde dochází k silnějšímu působení sil na pružiny. Problémy je možné od-
stranit snížením velikosti integračního kroku, což však vede ke zpomalení celé simulace.
Obrázek 5.2: Ukázka nestability systému při simulaci látek
Aplikace vykazuje nejlepší výsledky při použití látek v rozměru do 40x40 bodů a vhod-
ných konstant pro pevnost pružin látky, zejména je důležité nastavení pevnosti při pružinách
odolávajících horizontálnímu a vertikálnímu roztažení či stláčení látky(stretch/compression),
které jsou největší mírou zodpovědné za pevnost(stiffness) a tedy nestabilitu v systému.
Pro rychlost a zejména stabilitu simulace látky je tedy signifikantní výběr vhodné inte-
grační metody. Pro dosažení chování modelu přibližujícího se k reálné látce je zase potřeba




Cílem této práce byla simulace různých druhů textilií na počítači v reálném čase. Pro
prezentaci výsledků měla být vytvořena simulační scéna, která by poskytovala prostředky
pro otestování různých vlastností typických pro textilie. V práci měli být také popsány
algoritmy vhodné k této simulaci.
Práce ukazuje použití třech různých integračních metod při simulaci látek s ohledem na
rychlost a reálnost(z animačního hlediska) simulace. Byly popsány základní poznatky o si-
mulaci textilií a podrobně vysvětleny vybrané integrační metody. Na základě teoretických
poznatků byla vystavěna testovací aplikace, která se snaží ukázat rozdíly v použití různých
integrátorů v rozdílných podmínkách testovací scény. Podle výsledků byla vybrána Verle-
tova metoda jako nejvhodnější pro tento typ simulace(viz. 5), zejména proto, že vykazuje
nejstabilnější chování. Metoda Adams-Bashforth pátého řádu vykazuje velmi nestabilní cho-
vání i při použití systému pružin, který by měl odolávat tomuto chování, je z těchto metod
nejhorší variantou pro simulaci látky.
V práci bylo také ukázáno chování látky vystavené působení vnějších sil, jako je vítr a
odpudivé síly při kolizích s objekty. Tyto síly(zejména kolizní) vnášejí do simulace další míru
nestability, což je možné pozorovat zejména u Eulerovy metody(viz 5, poslední odstavec).
Práce ukazuje použití explicitních integračních metod při simulaci látky. Použití ex-
plicitních integračních metod má však své problémy, zejména nestabilní chování a tím i
malý integrační krok, který je bezpečné použít. Proto mohou být implicitní metody lepší
alternativou pro další vývoj aplikace, což potvrzují práce na toto téma(viz [1]).
Také systém pružin použitý v demo aplikaci simuluje chování látky pouze jako lineární
děj, což neodpovídá skutečnosti a sofistikovanější systém je zapotřebí pro zlepšení výsledků
simulace, např. model založený na kombinaci funkcí energie a kontinuálního přístupu, kdy
je možné řešit systém vyplývající z použité integrační metody pro celou látku v matico-
vém tvaru a to pomocí některé z metod řešení systému lineárních rovnic(např. Gaussova
eliminace, CG metoda)[1].
Aplikace také postrádá komplexní řešení kolizí s objekty, vhodná by byla implementace
kolizí na základě popisu v sekci 2.3.
Práce ukazuje snadné, ale účinné řešení zadané problematiky a podle výše popsaných
nedostatků a rad poskytuje prostor pro další rozvoj.
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Aplikace simuluje chování látky v reálném světe. Nastavení jsou v menu Program→Nastavení.
A.1 Tlačítka
Start/Stop Simulace – spouští a pozastavuje simulaci
Restart Simulace – obnový původní scénu
A.2 Scéna
Zobraz kouli – zobrazení kolizního objektu(koule) ve scéně
Vítr – působení větru na látky
A.3 Pružiny
typ1 – typ pružin využívající Hookova zákona
typ2 – typ pružin upravující polohu bodů
A.4 Zobrazení
Body – zobrazení bodů látky
Čáry – zobrazení drátového modelu látky
Výplň – zobrazení látky i s texturou
A.5 Integrátory
Eulerova metoda – použití Eulerovy metody ve výpočtech
Verletova metoda – použití Verletovy metody ve výpočtech




Obrázek B.1: Látka kolidující s koulí
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Obrázek B.2: Volně visící látka – drátový model
Obrázek B.3: Látka vlající ve větru
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