Development of Mobile Application using Ionic and NativeScript Frameworks by OBLAK, MATIC
Univerza v Ljubljani
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CLI Command Line Interface vmesnik za ukazno vrstico
CSS Cascading Style Sheets predloge, ki določajo izgled
spletnih strani
HTML Hypertext Markup Language jezik za označevanje nadbese-
dila
JDK Java Development Kit Java razvojna orodja
JSON JavaScript Object Notation opis objekta JavaScript
SDK Software Development Kit programsko razvojno orodje
PWA Progressive Web Applications progresivne spletne aplikacije
RAM Random-access memory bralno-pisalni pomnilnik
SHA Secure Hash Algorithm kriptografska zgoščevalna
funkcija
UI User Interface uporabnǐski vmesnik
XML eXtensible Markup Language razširljiv označevalni jezik

Povzetek
Naslov: Razvoj mobilne aplikacije v ogrodjih Ionic in NativeScript
Avtor: Matic Oblak
Mobilne aplikacije so dandanes zelo različne in nam omogočajo vse od igranja
iger do plačevanja položnic. V delu smo se posvetili samemu razvoju aplikacij
in opisali različne načine razvoja. Namen naloge je bil primerjati dve ogrodji
za razvoj aplikacij, ki omogočata hkratni razvoj za platformi iOS in Android.
V ta namen smo izbrali ogrodji Ionic in NativeScript in zgradili aplikacijo za
pregled in urejanje knjižnih polic s pomočjo Google Books API-ja. Na koncu
je sledila analiza meritev, kjer smo ugotovili, da se NativeScript naloži in
deluje hitreje, medtem ko je razvoj v Ionicu lažji in razvijalcem ponuja večji
nabor orodij.
Ključne besede: mobilna aplikacija, Angular, Ionic, NativeScript.

Abstract
Title: Development of Mobile Application using Ionic and NativeScript
Frameworks
Author: Matic Oblak
Mobile applications nowadays are very diverse and allow users to do almost
anything from playing video games to paying bills. In this thesis, we focused
on mobile application development and described how applications are de-
veloped. Our main goal was to compare two application development frame-
works that enable us to develop cross-platform applications. For this purpose,
we used Ionic and NativeScript and created an application for reviewing and
editing user’s bookshelves with the help of Google Books API. Finally, we
tested the applications and analyzed the results. We have concluded that the
NativeScript application is loading and running faster compared to the Ionic
application while the development in Ionic is easier and offers developers a
larger set of debugging tools.




Mobilne aplikacije so dandanes ključni del pametnih telefonov. Njihov na-
men je razširitev obstoječih funkcionalnosti naprave oziroma dodajanje no-
vih. Prve mobilne aplikacije, takrat imenovane funkcionalnosti, so obstajale
že na prvih mobilnih telefonih v devetdesetih letih preǰsnjega stoletja. Sam
razvoj je bil voden s strani izdelovalcev telefonov oziroma mobilnih opera-
terjev. Glavni razlog za priljubljenost mobilnih aplikacij lahko pripǐsemo
prihodu iPhona in Applovi spletni trgovini App Store, s katero so omogočili,
da je lahko kdorkoli razvil svojo aplikacijo in jo objavil. Že v prvem tednu
delovanja je število prenosov preseglo deset milijonov [5], to pa je tudi pri-
spevalo k temu, da je bila beseda app leta 2010 izglasovana za besedo leta.
Nedolgo zatem je na trg vstopil tudi Google z odprtokodnim sistemom An-
droid in svojo trgovino Google Play. Trenutno lahko na Google Playu, ki
ima največji delež dostopnih mobilnih aplikacij, najdemo več kot 2,8 mili-
jona aplikacij. V zadnjih letih se je trg z mobilnimi aplikacijami zelo razvil
in marsikateremu razvijalcu predstavlja glavni vir zaslužka.
Cilji diplomskega dela so predstaviti delovanje in vrste mobilnih aplikacij
in opisati ter primerjati ogrodje, ki nam omogoča hibridni razvoj (Ionic),
z ogrodjem, ki ponuja domorodni način razvoja aplikacije (NativeScript).
Namen je poiskati razlike v razvoju aplikacije in ugotoviti, ali domorodne
aplikacije delujejo hitreje od hibridnih, saj v svojem delovanju ne potrebujejo
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dodatne komponente za prikazovanje. Aplikacija, ki jo bomo razvili v obeh
ogrodjih in jo uporabili za analizo, zajema uporabo osnovnih prikazovalnih
elementov, kot so gumbi in seznami, poizvedbe na API in preprosto uporabo
strojne opreme.
V 2. poglavju bomo opisali tri različne vrste aplikacij - domorodne (ang.
native), spletne (ang. web-based) in hibridne (ang. hybrid). V 3. poglavju
se bomo posvetili opisu in primerjavi treh uporabljenih ogrodij - Angularja,
Ionica in NativeScripta. Predstavili bomo njihovo delovanje in pojasnili,
zakaj smo jih izbrali.
Tema 4. poglavja je opis arhitekture in razvoja naše aplikacije, v katero
se lahko uporabnik prijavi z računom Google in upravlja s svojo spletno
knjižnico. Dodatno bomo predstavili Google Books API, konzolo Firebase in
standard OAuth, ki smo jih vključili v našo aplikacijo.
V 5. poglavju bomo testirali aplikacijo na različnih napravah in analizirali
meritve ter podali oceno, kje se posamezni ogrodji obneseta bolje.
Poglavje 2
Mobilne aplikacije
Po definiciji štejemo med mobilne aplikacije vse aplikacije, ki so zasnovane
za delovanje na mobilni napravi, na primer pametnem telefonu ali tablici [7].
Trenutno obstaja več različnih mobilnih operacijskih sistemov, med njimi
imata Android in iOS več kot 97-odstotni delež. Mobilne aplikacije lahko




Enolično ne moremo določiti, ali je ena vrsta aplikacij bolǰsa od drugih,
saj imajo vsaka svoje prednosti in slabosti. V nadaljevanju bomo pogledali
glavne razlike med njimi.
2.1 Domorodne aplikacije
Pri domorodni aplikaciji govorimo o razvoju aplikacije za točno določeno
platformo. Aplikacije so vedno naložene na napravi, ponavadi jih uporabnik
naloži prek trgovine z aplikacijami. Razviti jih moramo za vsak operacijski
sistem posebej, saj vsaka platforma določa svoje standarde.
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Pri razvoju aplikacije Android bi tako uporabili Androidova razvojna
orodja (SDK). Androidov SDK podpira programska jezika Kotlin in Java
ter omogoča podporo za jezika C in C++ v dodatnem paketu domorodnih
razvojnih orodij (NDK). V nasprotju so domorodne aplikacije iOS razvite v
jeziku Swift ali Objective-C z uporabo razvojnih orodij iOS SDK.
Ker moramo vzdrževati dva ali več različnih projektov je tak razvoj v
praksi dražji v primerjavi z razvojem hibridnih ali spletnih aplikacij. Pri
takem razvoju se lahko zanašamo na odlično podporo knjižnic in uporabo
strojne opreme znotraj aplikacije (naprimer merilnika pospeška in kamere).
V zadnjem času v ospredje prihajajo ogrodja, ki omogočajo domorodni
razvoj z uporabo skupne kode. Med vodilnimi ogrodji najdemo React Native,
Xamarin, NativeScript in Flutter. Takih ogrodij po definiciji ne štejemo med
hibridna, saj za delovanje ne uporabljajo komponente WebView. Kljub temu
nam omogočajo podporo za hkratni razvoj za več plaform. Če želimo v taki
aplikaciji prikazati določeni element, bo ogrodje v ozadju prevedlo kodo na
komponento, ki pripada platformi, na kateri teče aplikacija [17]. Zaradi tega
imajo take aplikacije podobno zmogljivost kot domorodne in izgledajo zelo
podobne pravim domorodnim aplikacijam. V tem načinu je razvito veliko
aplikacij, med katerimi so najbolj znane Facebook, Instagram in Airbnb [20].
2.2 Spletne aplikacije
Spletne aplikacije so programi, ki za svoje delovanje uporabljajo spletne teh-
nologije in spletne brskalnike. Aplikacija je shranjena na strežniku in deluje
po modelu odjemalec-strežnik (ang. client-server). Od navadnih spletnih
strani se razlikujejo v tem, da dopuščajo uporabniku spreminjati stanje po-
slovne logike aplikacije [9].
Ker aplikacija teče na strežniku, nam to omogoča skupen razvoj za vse
platforme. Z vidika razvoja mobilnih aplikacij to pomeni, da deluje na kateri
koli napravi, če deluje v spletnem brskalniku naprave. Pri razvoju se v veliki
meri uporabljajo spletne tehnologije HTML, CSS in JavaScript, zato lahko
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uporabimo ogrodja, kot sta Angular in React. Posodobitve takih aplikacij se
zgodijo samodejno, ko uporabnik osveži stran.
Ker aplikacija teče znotraj okolja brskalnika, je dostopnost do funkcio-
nalnosti telefona omejena. Prav tako je za delovanje potrebna internetna
povezava.
V letu 2017 je Google predstavil koncept progresivnih spletnih aplikacij
(ang. Progressive Web Applications - PWA), pri katerem spletne aplikacije
prevzamejo nekatere lastnosti domorodnih aplikacij. Te aplikacije je mogoče
shraniti na namizje telefona, jim omogočiti potisna sporočila (ang. push
notifications) in jih uporabljati tudi takrat, ko telefon nima internetne po-
vezave. To nam omogoča skripta Service Worker, ki jo brskalnik poganja
v ozadju. Service Worker za komuniciranje z DOM-om uporablja metodo
postMessage(), saj do njega ne more dostopati neposredno [26]. Omogoča
tudi hranjenje podatkov s pomočjo sistema za shranjevanje IndexedDB. In-
dexedDB je podatkovna baza, ki temelji na JavaScriptu in deluje na strani
odjemalca. V spletni aplikaciji ustvarimo dodatno datoteko manifest.json,
kjer definiramo izgled in lastnosti ter jo vključimo v kodo. Ko se z aplika-
cijo prvič povežemo na omrežje, brskalnik prebere manifest.json in prenese
vire, ki jih aplikacija uporablja. Ti viri se shranijo lokalno in so na voljo brez
internetne povezave.
2.3 Hibridne aplikacije
Hibridne aplikacije lahko opǐsemo kot mešanico domorodnih in spletnih apli-
kacij. Koda aplikacije je napisana z uporabo spletnih tehnologij, kljub temu
se aplikacija ne zažene v navadnem brskalniku in ima podobo domorodne
aplikacije.
To dosežemo tako, da kodo ovijemo v komponento, ki teče znotraj domo-
rodnega ovoja aplikacije. Taki komponenti rečemo WebView na Androidu
oziroma WKWebView (v stareǰsih verzijah UIWebView) na iOS in deluje
podobno kot brskalnik. Način takega prikazovanja kode, ki teče znotraj do-
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morodnega ovoja, omogočajo temu namenjena ogrodja. Med vsemi je najbolj
popularna Apache Cordova [4], hkrati pa ima Ionic tudi svojo alternativo,
imenovano Capacitor.
Dodatno nam tako ogrodje omogoča tudi dostop do nekaterih funkcij te-
lefona, kar v spletnem brskalniku ne bi bilo mogoče. Če želimo dostopati
do povezljivosti Bluetooth, lahko to storimo z uporabo vtičnika. Zaradi do-
datnega mostu, ki nastane med komponento WebView in komponento, ki je
ovita okoli nje, aplikacija ne dosega najbolj optimalnih hitrosti procesiranja.
2.4 Primerjava
Vse tri vrste mobilnih aplikacij imajo svoje prednosti in slabosti. Spletne apli-
kacije nam omogočajo skupno uporabo kode za več platform in posledično
hiter razvoj. V nasprotju je zmogljivost takih aplikacij v primerjavi s hi-
bridnimi in domorodnimi nižja in imajo omejen dostop do funkcionalnosti
naprave.
Domorodne aplikacije imajo visoko zmogljivost in omogočajo 100-odstotno
podporo uporabe funkcionalnosti naprave. V kolikor ne uporabimo ogrodij,
ki omogočajo razvoj domorodnih aplikacij za več izvajalnih okolij, je razvoj
aplikacije dražji, saj moramo vzdrževati kodo za vsako platformo posebej.
Hibridne aplikacije po zmogljivosti spadajo med spletne in domorodne
aplikacije. Izgled aplikacije v osnovi ni domoroden, zato se pri tem zanašamo
na razvojno ogrodje. Tako domorodne kot hibridne aplikacije so lahko do-
stopne v trgovinah z aplikacijami na mobilnih platformah.
Glavna razlika v razvoju je način prikaza aplikacije. Hibridne in spletne
aplikacije za prikazovanje uporabljajo WebView oziroma brskalnik, kjer so
elementi izrisani kot deli spletne strani in po videzu odstopajo od domorodnih
komponent. V nasprotju elementi znotraj domorodne aplikacije načeloma
izgledajo in delujejo tako, kot je določeno v SDK-ju operacijskega sistema.
Pri uporabi funkionalnosti, ki so dostopne preko sistemskih API-jev, zno-
traj aplikacije ločimo dva načina razvoja. Prvi način je neposredna uporaba
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SDK-jev, ki jih ponuja posamezna platforma. Koda aplikacije je različna
glede na mobilno platformo in je napisana v jeziku, ki je primeren za plat-
formo – Java/Kotlin pri Androidu in Swift/Objective-C pri iOS. S tem
omogočimo popolno uporabnost strojne opreme in ne potrebujemo dodatnega
ogrodja. Glavna pomanjkljivost takega razvoja so ločena koda za posame-
zni sistem in posledično vǐsji razvojni stroški. Opisani način uporabljajo vse
domorodne aplikacije.
Drugi način je uporaba mostu, ki skrbi za komunikacijo med napravo
in aplikacijo. Za njegovo delovanje skrbi razvojno ogrodje (npr. Cordova).
Koda aplikacije je skupna več operacijskim sistemom in je napisana v je-
ziku, ki ga uporabljamo za razvoj. Dejanska uporabnost strojne opreme je
posledično odvisna od ogrodja, ki skrbi za delovanje komponente WebView.
Hibridne aplikacije so glavni predstavnik uporabe takega pristopa.
Ogrodja, ki omogočajo razvoj domorodnih aplikacij za več izvajalnih oko-
lij, lahko uporabljajo oba načina. Na eni strani imajo razvite lastne module
za uporabo funkcionalnosti naprave, hkrati pa omogočajo razvijalcu, da upo-
rabi domorodni način razvoja. Eno od priljubljenih ogrodij, ki ponujajo tak
razvoj, je React Native [13].
Dodatni izziv pri razvoju predstavlja tudi primerno zagotavljanje varno-
sti. Aplikacija lahko za svoje delovanje ali prikazovanje določenega elementa
uporablja WebView. Pri tem lahko prihaja do nalaganja nevarne vsebine,
uporabe neveljavnih certifikatov SSL, izdaje zaupnih informacij prek naslova
URL ali izpostavitve podatkov o napravi prek sporočil, ki jih pošilja naprava,
ko izvaja operacije [21]. Znan način pridobitve zaupnih podatkov je preko
JavaScriptovega mostu, ki ga lahko vključimo znotraj WebViewja. Napa-
dalec lahko vstavi svojo kodo, ki spremlja dogodke znotraj naše aplikacije
(npr. vsebino vnosa za geslo). Razvijalci morajo biti na to pozorni pred-
vsem pri razvoju spletnih in hibridnih aplikacij, saj je tam obseg uporabe
WebViewja večji. Hibridna ogrodja in domorodni SDKji v osnovi že ponu-
jajo določene rešitve za zgoraj naštete probleme, kot je na primer obvezna
uporaba protokola HTTPS, preverjanja veljavnosti certifikatov in uporaba
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seznama dovoljenih domen, kamor pošiljamo ali dobivamo zahteve.
Tabela 2.1 prikazuje glavne razlike med opisanimi pristopi, zmogljivost in
cena sta zapisani primerjalno z ostalimi pristopi. Za primer spletnih aplikacij
smo zapisali spletne strani, saj so aplikacije dostopne tudi tako. Prav tako
imajo spletne aplikacije ponavadi tudi domorodno/hibridno različico, ki je
dostopna v trgovini z aplikacijami.
Domorodna Spletna Hibridna
zmogljivost visoka nizka srednja
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cena razvoja visoka nizka srednja
distribucija trgovina z apli-
kacijami










Tabela 2.1: Primerjava vrst aplikacij
Kljub nekaterim očitnim prednostim in slabostim posameznih tehnologij
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moramo ugotoviti, kateri model najbolje ustreza našim potrebam. Rezultati
raziskave [19] iz leta 2015, v kateri so analizirali 11.917 aplikacij iz trgo-
vine Google Play, so pokazali, da se največ razvijalcev odloči za domorodni
pristop, kadar potrebujejo neposredni dostop do sistema in strojne opreme.
V drugi raziskavi [6] so leta 2017 avtorji opisali in primerjali progresivno
spletno aplikacijo s hibridno (razvita v Ionicu 2) in domorodno (razvita v
React Native). Testi hitrosti so bili narejeni na Androidovi napravi Nexus
5X z Androidovim sistemom 7.0. Čas, ki prečete od klika na ikono do pri-
kaza orodne vrstice, znaša pri spletni aplikaciji 3512 ms, kar je več kot pri
domorodni (863 ms) in manj kot hibridni (9242 ms). Čas spletne aplikacije
se zmanǰsa na 1319 ms, če je v ozadju že odprt brskalnik Chrome.
Spletna stran appfigures.com [4] stalno analizira, s katerimi ogrodji so
bile razvite aplikacije v trgovinah Google Play in App Store. Po podatkih
imata največji delež Swift oziroma iOS SDK na App Storu (45 %) in Kotlin z
Androidovim SDK-jem na Google Playu (30 %). Na drugem mestu zasledimo
Cordovo z 21-odstotnim deležem na App Storu in 27-odstotnim na Google




Opis ogrodij Angular, Ionic in
NativeScript
V 2. poglavju smo ugotovili, da je večina mobilnih aplikacij razvitih na domo-
rodni ali hibridni način. Za primerjavo smo zato izbrali Ionic, ki je glavno in
najbolj znano [4] ogrodje za razvoj hibridnih aplikacij poleg Apache Cordove.
Za drugo ogrodje smo izbrali NativeScript, ki je predstavnik domorodnega
razvoja za več platform hkrati. Glavni razlog za njegovo izbiro je podpora
za Angular, ki ga podpira tudi Ionic. Nekatere dele kode smo zato lahko
uporabili v obeh aplikacijah in je bila posledično sama primerjava lažja in
bolj smiselna.
3.1 Angular
Angular je razvojno ogrodje za izdelavo eno-stranskih aplikacij (ang. single
page applications - SPA), razvito v jeziku TypeScript. Po podatkih [18] spada
med tri najbolj priljubljena ogrodja za razvoj čelnega dela (ang. frontend)
aplikacije. Poleg njega sta najbolj priljubljeni še React in Vue.js.
V Angularju so funkcionalnosti implementirane kot knjižnice, ki jih lahko
uvozimo v aplikacijo. Glavni gradniki so moduli, imenovani ngModules [2], ki
celotni aplikaciji določajo relacije med razredi. Relacije lahko definiramo na
11
12 Matic Oblak
enem delu in jih uporabimo v ostalih razredih. Poleg modulov v Angularju
poznamo naslednje glavne gradnike:
• Komponente (ang. components) - prek njih skrbimo za vez med po-
datki in prikazovalnim delom. V njih definiramo in nadziramo pri-
kazovane dele aplikacije. Angularjeva aplikacija ima vedno vsaj eno
osnovno komponento, ki povezuje komponentno hierarhijo aplikacije z
DOM-om. Vsaki komponenti lahko določimo različne lastnosti, med
katerimi sta najpogosteǰsa selektor in predloga za prikazovalni del ozi-
roma dokument HTML. Komponento generiramo z ukazom 3.1.
$ ng generate component ime_komponente
Izvorna koda 3.1: Generiranje komponente v Angularju
Pri tem ustvarimo štiri različne datoteke ime komponente.component.ts,
ime komponente.component.spec.ts, ime komponente.component.html in
ime komponente.component.css. Datoteka .spec.ts se uporablja za te-
stiranje posameznih enot.
• Storitve (ang. services) - zajemajo vse od določanja vrednosti, funkcij
ali implementacij določenih funkcionalnosti. Praviloma ima storitev en,
dobro definiran namen. Storitev generiramo z ukazom 3.2.
$ ng generate service ime_storitve
Izvorna koda 3.2: Generiranje komponente v Angularju
Z njim ustvarimo datoteki ime storitve.service.ts in
ime storitve.service.spec.ts.
• Direktive (ang. directives) - podajajo navodila za manipuliranje po-
gleda. Praviloma spadajo komponente pod direktive, vendar imajo
zaradi svoje centralne vloge lastno definicijo.
• Predloge HTML - v tem delu definiramo osnovo za izgled aplikacije in
so del pogleda v arhitetkturi MVVM.
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Angular nam zagotavlja razvoj aplikacij s pomočjo arhitekture MVVM
(Model-View-ViewModel) [14]. Model predstavlja del kode, kjer so podat-
kovna logika in podatki za prikaz. Pogled (ang. View) skrbi za prikaz podat-
kov in je napisana v obliki kode HTML. PogledModel (ang. ViewModel) ima
vlogo nadzornika in skrbi za komunikacijo med modelom in pogledom. Za-
radi te arhitekture nam Angular zagotavlja hitreǰso in zmogljiveǰso aplikacijo
ter omogoča preprosteǰsi in pregledneǰsi razvoj. V principu Angular osvežuje
podatke prek komunikacijske vezi (ang. data binding), ki lahko poteka v obe
smeri (izvorna koda 3.3). Spremenljivko znotraj predlog HTML definiramo
v oglatih oklepajih. Poleg komunikacijske vezi lahko za spremembe s strani
uporabnika uporabljamo module Input (izvorna koda 3.4) oziroma vežemo
dejanja na dogodke, kot je dotik zaslona (izvorna koda 3.5).
<component [color]="currentColor"></component >
Izvorna koda 3.3: Zaznavanje sprememb preko komunikacijske vezi
class UserName {
@Input () userName: string;
}
Izvorna koda 3.4: Zaznavanje sprememb preko modula Input
<button (click)="onClickFunction ()"></button >
Izvorna koda 3.5: Zaznavanje sprememb s pritiskom na gumb
Komponente spreminjamo preko vnaprej določenih dogodkov, ki so defi-
nirani s strani ogrodja Angularja [3]. Na začetku življenjskega cikla kompo-
nente nam je najprej dostopna funkcija konstruktorja. Če želimo dostopati
do podatkov komponent, ki so ji podrejeni, moramo počakati do dogodka
ngOnInit, kjer se komponenta dokončno inicializira.
Za hitro delovanje je pomemben tudi način, kako Angular osvežuje po-
datke v prikazovalnem delu. Vsak prikazovalni del posamezne komponente
vsebuje reference do podatkov, ki se lahko spreminjajo. Za ta namen ima
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Angular definirano podatkovno strukturo, kamor se v ozadju shranjujejo re-
ference [16]. Ob vsakem pregledu podatkovne strukture komponente Angular
primerja stare vrednosti z novimi in zamenja le dele, ki se ne ujemajo.
Ključni pristop Angularja za klicanje asinhronih operacij je uporaba opa-
zovalnih (ang. Observables) objektov. Takim objektom ponavadi dodamo
poslušalca, ki izvede dejanje, ko objekt zaključi operacijo. Te objekte upora-
blja tudi Angularjev modul http, ki med drugim skrbi za klicanje zahtev GET
in POST. V izseku 3.6 je naveden primer zahteve z objektom Observable.





this.fetchUsers ().subscribe(data => {
// koda
})
Izvorna koda 3.6: Primer zahteve z objektom Observable
Angular v mobilni aplikaciji skrbi za arhitekturno sestavo, njeno podat-
kovno logiko in poslovno logiko aplikacije. Prikazovanje na plaformi pre-
pustimo Ionicu/Cordovi ali NativeScriptu, ki skrbita, da se koda pravilno
prevede glede na operacijski sistem.
3.2 Cordova in Ionic
Aplikacija, ki jo razvijamo v Ionicu, na mobilnih napravah ne more delovati
domorodno in za to potrebuje podporno ogrodje. Za ta del poskrbi Apache
Cordova, ki ustvari komponento WebView, kamor se umesti aplikacija Ionic.
Za komuniciranje z napravo lahko tako uporabljamo Cordovine vtičnike.
Diplomska naloga 15
3.2.1 Cordova
Ionic je zgrajen na osnovi Apache Cordove. Cordova je odprtokodno ogrodje
za razvoj mobilnih aplikacij z uporabo spletnih tehnologij (HTML, CSS, Ja-
vaScript) [14]. Spletno aplikacijo na mobilni napravi prikaže s pomočjo do-
morodne komponente WebView. Ob njenem zagonu Cordova poǐsče začetno
datoteko (ponavadi je to index.html) in jo zažene znotraj WebViewja. Nato
prepusti kontrolo komponenti WebView in tako omogoči uporabniku, da ko-
municira z aplikacijo. Delovanje na dveh različnih napravah je zato lahko
različno, saj sta verzija in funkcionalnost te komponente odvisni od operacij-
skega sistema. Pred uporabo nekaterih elementov HTML ali lastnosti dato-
tek CSS moramo tako preveriti, ali komponenta na napravi podpira njihovo
uporabo.
Aplikacija deluje enako, kot če bi prikazovali spletno aplikacijo znotraj
brskalnika in zato nima neposredne komunikacije z napravo. Pri razvoju
nam zato Cordova ponuja JavaScript API-je v obliki vtičnikov, ki skrbijo za
komunikacijo med aplikacijo in napravo. Projekt vedno vsebuje tudi datoteko
config.xml, preko katere nastavljamo parametre aplikacije [10], kot sta ime in
ID paketa.
3.2.2 Ionic
Cordova za razvoj uporabnǐskega vmesnika nima definiranih komponent UI,
ki jih lahko preprosto uporabimo pri razvoju. Ta del nam pomaga doseči
Ionic, ki ponuja orodja za hitreǰsi razvoj, bolǰso uporabnǐsko izkušnjo in
predstavlja knjižnico komponent UI. V kodi HTML lahko uporabimo različne
definirane atribute za prikaz poljubnega elementa, ki se začnejo s predpono
ion-. Če želimo prikazati okrogli gumb, lahko to naredimo v eni vrstici (izsek
3.7).
<ion -button shape="round">Round Button </ion -button >
Izvorna koda 3.7: Prikaz gumba z komponento Ionic
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Ionic nam ponuja tudi avtomatsko uporabo predprocesorja Sass (Syntac-
tically Awesome Style Sheets), ki vsebino prevede v navadne datoteke CSS.
V nasprotju z navadnimi datotekami CSS lahko znotraj datotek SCSS gnez-
dimo pravila CSS, določamo spremenljivke ali metode idr. Te datoteke se pri
izgradnji aplikacije nato prevedejo v navadne CSS.
Če želimo dodajati stile, ki so specifični za določeno platformo, lahko to
vežemo na atribut html, kamor Ionic vstavi svoj razred (ios na platformi iOS,
md na ostalih) [15].
Ker se celotna aplikacija prikazuje kot spletna stran, nam Ionic omogoča
preprosto testiranje, saj lahko aplikacijo poženemo v brskalniku znotraj vme-
snika Ionic Lab na računalniku. Ponuja nam tudi svoj CLI, preko katerega
lahko izvajamo ukaze za izgradnjo aplikacije in temelji na Cordovinem vme-
sniku. Pri izdelavi demo aplikacije izvedemo spodnji ukaz (izsek 3.8), ki nam
generira projekt in uporabi predlogo z zavihki.
$ ionic start demo -app tabs --type=angular
Izvorna koda 3.8: Generiranje projekta Ionic
Poleg Angularjevih dogodkov nam Ionic za življenjski cikel aplikacije ozi-
roma posamezne poglede ponuja svoje dogodke - ionViewWillEnter, ionVie-
wDidEnter, ionViewWillLeave in ionViewDidLeave. Prav tako ima imple-
mentiran svoj način prikazovanja strani. Aplikacija deluje znotraj kompo-
nente ion-router-outlet, ki je zgrajena na osnovi Angularjeve komponente
router-outlet. Komponenta deluje kot del aplikacije, kjer Angular dinamično
prikazuje vsebino glede na stanje usmerjevalnika - slednji skrbi za navigacijo.
Ko uporabnik odpre novo stran, Ionic že odprto stran skrije uporabniku, a
jo ohrani v DOM-u. Stanje skrite strani se ohranja, hkrati pa je tranizicija
med stranmi hitreǰsa, saj Ionicu ni potrebno ponovno nalagati celotne strani.
Ionic trenutno uporablja velik del hibridno razvitih aplikacij [4]. V pri-
merjavi z ostalimi hibridnimi ogrodji ima zelo dobro razvito uporabo elemen-
tov UI in tako prilagodi izgled glede na platformo, kar doda aplikaciji domo-




NativeScript spada med ogrodja, ki omogočajo domorodni princip razvoja
za več različnih platform. Trenutno podpira operacijska sistema iOS in An-
droid in omogoča izgradnjo progresivne spletne aplikacije. Aplikacijo lahko
razvijamo znotraj navadne kode JavaScript/TypeScript ali uporabimo do-
datne tehnologije, kot sta Angular ali Vue.js. V osnovi si NativeScript za
delovanje na napravi pomaga z izvrševalniki kode (Android Runtime in iOS
Runtime), ki delujejo kot prevajalniki med kodo, napisano v JavaScriptu,
in operacijskim sistemom [23]. To omogoča aplikaciji, da na napravi deluje
brez WebViewja. NativeScript v celoti poskrbi za prikazovanje elementov in
komunikcijo s sistemskimi API-ji platforme in nima dodatnega podpornega
ogrodja, kot je to Cordova pri Ionicu. Rezultat tega sta bolǰse delovanje
in bolǰsa uporaba uporabnǐskega vmesnika, ki ga ponuja domorodni način
razvoja.
NativeScript ima na voljo module, imenovane Core Modules, ki omogočajo
dostop do lastnosti naprave. Posebna lastnost NativeScripta je, da lahko do-
morodne API-je v celoti upravljamo prek JavaScripta/TypeScripta, kar po-
meni, da nam ni treba pisati dodatne kode v Swiftu/Objective-C ali Javi/Ko-
tlinu [22]. Za primer lahko vzamemo spodnjo kodo (3.9), ki jo poženemo na
Androidu.
console.log(‘min(3, 4) = ${java.lang.Math.min(3, 4)}‘);
Izvorna koda 3.9: Primer uporabe Androidovih domorodnih API-jev v
JavaScriptu
Androidov izvrševalnik kode pozna definicijo Java metode java.lang.Math.min
in prevede številki 3 in 4 v zapis celih števil, kot jih ima definirana Java. Prav
tako se rezultat te metode prevede nazaj v JavaScriptu poznano vrednost in
se nato izpǐse v konzoli. Tega nam Ionic ne omogoča, če bi želeli doseči
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podoben rezultat, bi morali sprogramirati vtičnik znotraj Cordove.
NativeScript za prikazovanje grafičnega vmesnika uporablja jezik, ki te-
melji na XML [1]. Prav tako nam ponuja privzete oblikovne stile, ki temeljijo
na oblikovnem jeziku posameznega operacijskega sistema (Material Design
pri Android, Cupertino pri iOS), kar ga ločuje od bolj znanega ogrodja React
Native. Za prikaz gumba lahko uporabimo izvorno kodo 3.10.
<Button text="Click me" tap="onUserClick ()"></Button >
Izvorna koda 3.10: Prikaz gumba v NativeScriptu
Kako bo gumb izgledal na napravi, je odvisno od platforme. V Androidu se
komponenta Button prevede na komponento android.widget.Button oziroma
UIButton na platformi iOS. Gumb dodatno oblikujemo prek razredov CSS.
NativeScript znotraj svojega modula UI ponuja tudi različne komponente, ki
skrbijo za postavitev, animacije in zaznavanje uporabnǐskega vnosa.
Tako kot pri Ionicu nam ponuja uporabo ukazov CLI, prek katerih zgra-
dimo in testiramo aplikacijo. Parametri aplikacije se nastavljajo znotraj pac-
kage.json ali posebne datoteke nsconfig.json.
3.4 Podobna ogrodja
Da lažje pojasnimo svojo izbiro ogrodij, smo v primerjavo dodali še dve
znani ogrodji za razvoj mobilnih aplikacij, React Native in Xamarin. Za
lažjo predstavo smo lastnosti vseh štirih opisanih ogrodij strnili v tabelo 3.1.
3.4.1 React Native
React Native je JavaScript ogrodje za razvoj domorodnih aplikacij za več
platform. Razvit je bil s strani Facebooka in omogoča izdelavo aplikacij
Android in iOS. Podobno kot NativeScript za razvoj prikazovalnih elementov
uporablja jezik XML. V prevajalniku se koda prevede specifično na platformo,
kar daje aplikaciji domorodni izgled in ima zato visok delež ponovne uporabe
kode.
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Za komunikacijo s strojno opremo naprave uporabimo module API, ki
predstavljajo most med kodo in napravo. Če modul za naše potrebe ne
obstaja, ga moramo napisati sami v domorodnem jeziku. NativeScript upo-
rablja drugačen pristop, saj API-je do lastnosti naprave uvozi v navidezno
okolje JavaScript. Pri tem ne potrebujemo dodatnega znanja in je dostopanje
do API-jev lažje [24].
Z ogrodjem React Native je izdelanih veliko znanih aplikacij, med njimi
sta tudi Instagram in Facebook.
3.4.2 Xamarin
Xamarin je prav tako ogrodje za domorodni razvoj aplikacij za več platform,
ki poleg Androida in iOSa omogoča tudi razvoj za sisteme Windows in ma-
cOS. Pri razvoju uporabljamo programski jezik C# in ogrodje .NET. Za
definicijo elementov uporabnǐskega vmesnika uporablja jezik XAML, ki te-
melji na jeziku XML. Podobno kot React Native ponuja že narejene knjižnice,
prek katerih dostopamo do strojne opreme naprave. Če orodje ne ponuja pri-
merne rešitve, moramo kodo pisati v razvojnem jeziku platforme (na primer
Kotlin/Java na Androidu).
3.5 Primerjava
Vsa ogrodja podpirajo razvoj aplikacij na želenih platformah, iOS in An-
droid. Hkrati sta med opisanimi Ionic in NativeScript edina, ki podpirata
razvoj znotraj ogrodja Angular. Ionic, edino omenjeno ogrodje, ki uporablja
WebView, nam omogoča ponovno uporabo kode na vseh platformah v celoti.
NativeScript in React Native dosegata visok odstotek ponovne uporabe, Xa-
marin pa ima pri tem najslabši rezultat. Ker želimo primerjati domorodni
način razvoja za več platform s hibridnim razvojem in uporabo komponente







































srednja srednja visoka nizka
Tabela 3.1: Primerjava ogrodij
Poglavje 4
Razvoj aplikacije
4.1 Opis funkcionalnosti aplikacije
Eden od ciljev diplomskega dela je razviti aplikacijo za pregled knjig in ureja-
nje uporabnikovih spletnih knjižnih polic. Uporabnik lahko ǐsče po seznamu
knjig, odpre podrobnosti o knjigi in jo doda ali odstrani na svoj seznam pri-
ljubljenih knjig. Podatke o knjigah in uporabnikovih knjižnih policah smo
črpali iz baze, dostopne na platformi Google Books. Aplikacijo smo najprej
razvili v Ionicu 4 in nato v NativeScriptu 5.4 za sistema iOS in Android. Pri
obeh smo uporabili verzijo Angularja 7.2, razvojno okolje pa smo postavili v
operacijskem sistemu macOS Catalina.
Ker je bil glavni namen testirati razvojna ogrodja, smo določili področja
testiranja. Poleg jedrnih delov, kot je hitrost začetnega nalaganja aplikacije,
smo vključili še naslednje kriterije:
• Uporaba UI komponent - pri posameznem ogrodju smo preverili dosto-
pnost in enostavnost uporabe prikaznih komponent.
• Prikaz elementov in uporaba funkcionalnosti - merili smo, koliko sličic
na sekundo premore aplikacija.
• Dostop do funkcionalnosti naprave - obe ogrodji omogočata dostop do




• Ponovna uporaba kode - primerjali smo, koliko odstotkov iste kode
lahko zares uporabimo za iOS in Android in koliko jo moramo prilago-
diti.
• Dokumentacija - preverili smo, v kolikšni meri si lahko pomagamo z
dostopno dokumentacijo ogrodij pri samem razvoju.
Dejanja znotraj aplikacije potekajo po naslednjem vzorcu:
1. S klikom na ikono aplikacije se uporabniku odpre okno za prijavo z
računom Google. Ob kliku je uporabnik preusmerjen na spletno stran,
ki poskrbi za avtorizacijo in ga ob uspešni prijavi vrne nazaj v aplikacijo
in naprej na domačo stran. Pri tem uporabnik pridobi tudi žeton,
imenovan access token, ki ga potrebujemo pri avtoriziranih zahtevah.
2. Ko se uporabnik prijavi, se mu pojavi okno s tremi zavihki. Na prvem
se pojavi seznam knjig, ki so priporočene zanj. Pri tem lahko klikne
na vsako knjigo in odpre se mu okno s podrobnostmi. Algoritem za
priporočanje poteka tako, da Google spremlja, katere knjige ǐsče upo-
rabnik na njegovi spletni aplikaciji books.google.com, in mu priporoči
podobne.
Drugi zavihek pokaže vse knjige, ki jih je uporabnik dodal na svojo
polico Priljubljene. Prav tako mu klik na knjigo odpre podrobnosti.
Tretji zavihek je namenjen iskanju knjig, kjer ima uporabnik možnost
iskanja po številki ISBN, avtorju, naslovu ali ključni besedi. Ob kliku
na iskanje se mu pojavi seznam najbolj relevantnih knjig. Pri iskanju
smo dodali še funkionalnost tresenja, ki deluje tako, da resetiramo tre-
nutno iskanje, če uporabnik potrese telefon. Koda temelji na uporabi
merilnika pospeška.
3. Ob kliku na knjigo s seznama se odprejo podrobnosti o knjigi. Poleg
opisa, naslova in avtorjev je na voljo tudi gumb, ki knjigo doda ozi-
roma jo odstrani s police Priljubljene, odvisno od trenutnega stanja.
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Posledica tega je nato vidna na seznamu na drugem zavihku in tudi v
samem računu na books.google.com, kjer ta polica obstaja. Uporabnik
se lahko vrne na preǰsnji pogled.
4. Poleg zavihkov ima uporabnik možnost gumba za odjavo, ki ga odjavi
in preusmeri nazaj na prijavno okno.
Slika 4.1 prikazuje potek pogledov in njihovih razmerij.
Prijava
Domača stran
/ Priporočeno Priljubljeno Iskanje
Podrobnosti
Slika 4.1: Preprost diagram poteka aplikacije
4.2 Arhitektura
Aplikacijo smo razvili po opisanem vzorcu razvoja MVVM. Za prikaz posa-
meznih strani ali oken smo uporabili generirane komponente Angularja (pri
Ionicu se lahko imenujejo pages oziroma strani). Vsaka komponenta ima na
voljo svojo predlogo za pogled in datoteko TypeScript, kamor smo dodali
podatkovno logiko. Objekt zahtevka, ki nam ga vrne poizvedba na Googlov
API, ima vnaprej definiran model, zato smo te lastnosti definirali v lastni
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datoteki. V izseku 4.1 je prikazan del te datoteke in predstavlja Model arhi-
tekturnega vzorca.
...
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Izvorna koda 4.1: Model za objekt Info
Dodatno logiko, ki se ni navezovala na posamezno komponento, smo opi-
sali v storitvah. Ustvarili smo tudi mapo s shranjenimi datotekami CSS in
slikami.
Slika 4.2 prikazuje arhitekturni diagram aplikacije. Storitve in logika
posameznih komponent imajo obojesmerno komunikacijo s pogledom preko
komunikacijske vezi in ukazov. Del za model je razmeroma enostaven in
vsebuje datoteko, kjer smo definirali posamezne objekte kot vmesnike (ang.
interface). Podatke, ki jih pridobivamo preko API-ja, smo ločili v sekcijo
zunanjih storitev, saj je ne shranjujemo znotraj naše aplikacije.
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Slika 4.2: Arhitekturni diagram aplikacije
4.3 Priprava okolij
Aplikacijo smo razvijali na prenosniku MacBook Pro v sistemu macOS Cata-
lina. Za učinkoviteǰse programiranje smo naložili integrirano razvojno okolje
(IDE) IntelliJ IDEA, ki nam omogoča lažje vodenje projekta. Poleg tega
smo uporabili Node.js (verzija 12.7.0), ki deluje kot strežnik in okolje za po-
ganjanje kode JavaScript izven brskalnika, in npm (verzija 6.10.0), orodje za
upravljanje paketov oziroma knjižnic.
Sledila je priprava okolja za izdelavo Androidove aplikacije. Pred začetkom
dela na aplikacijah smo morali nastaviti nekatere spremenljivke okolja. Naj-
prej smo naložili pravilno verzijo JDK, uporabili smo izdajo Java 8. Nato
smo naložili Android Studio, ki nam omogoča uporabo orodja SDK Manager,
preko katerega smo pridobili potrebne knjižnice. Potrebovali smo naslednje:
• Android SDK Build-Tools - v28
• Android Emulator - v29
• Android SDK Platform-Tools - v29
• Android SDK Tools - v26
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• Android Support Repository - v47
• Android 8.1 (Oreo) - v27
• Android 9.0 (Pie) - v28
Poleg tega smo naložili tudi Gradle (verzija 5.5.1), tj. orodje za izgradnjo
projektov. Da smo lahko naložene knjižnice uporabili pri izdelavi aplikacije,
smo morali določene spremenljivke dodati v sistem. To smo naredili v da-
toteki ~/.bash_profile, ki izvede zapisane ukaze ob pogonu konzole bash.










Za javno izdajo aplikacije bi potrebovali še razvijalski račun na trgovini Goo-
gle Play, vendar lahko aplikacijo naložimo in testiramo tudi brez njega, zato
bomo ta korak izpustili.
Da smo lahko izdelali aplikacijo za platformo iOS, smo morali razvijati
znotraj okolja macOS. Uporabili smo Xcode - razvojno okolje za ustvarjanje
domorodnih aplikacij iOS, ki ima podobno vlogo kot Android Studio. Xcode




4.4.1 Google Books API
Podatke, ki smo jih uporabili znotraj aplikacije, smo pridobili s pomočjo
Googlove spletne knjižnice. Ta uporabniku ob prijavi s svojim računom Goo-
gle omogoča iskanje knjig in dodajanje le-teh na svoje knjižne police. Prek
API-ja lahko prav tako ǐsčemo knjige in dostopamo do javnih polic uporab-
nika, če imamo njegovo identifikacijsko številko. Z avtoriziranim dostopom
lahko beremo tudi zasebne police in dodajamo ter odstranjujemo knjige s po-
lic. Google API-ji za avtorizacijo uporabljajo standard OAuth. Te zahtevke
bomo klicali prek prej opisanih Angularjevih objektov Observables. Rezultat
zahtevka je shranjen v formatu JSON.
4.4.2 Firebase
Firebase je Googlova platforma za razvoj aplikacij. V naši aplikaciji smo
uporabili storitev Firebase Auth, ki omogoča implementacijo prijave uporab-
nika z različnimi računi (Facebook, Google, Github ipd.). Implementirali
smo prijavo z računom Google, za katerega se nam s pomočjo storitve Fi-
rebase Auth generirajo poverilnice za dostop do Google API-ja. Firebase je
povezan s projektom, ustvarjenim na razvijalski konzoli Google API, kjer so
poverilnice dostopne.
4.4.3 Standard OAuth
Ena od glavnih funkcionalnosti razvite aplikacije je prijava uporabnika s svo-
jim računom. Ker za zaledni del uporabljamo Googlov API, moramo verifi-
cirati uporabnika po standardu OAuth. OAuth je standard za avtorizacijo,
ki uporabnikom omogoča dovoljevanje dostopa aplikacijam do nekaterih po-
datkov, ne da bi pri tem razkrili svoje geslo [25]. Trenutno je v uporabi
predvsem standard OAuth 2.0. Podpira ga večino velikih podjetij, kot so
Google, Facebook, Microsoft in idr.
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Pri OAuth 2.0 imamo definirane štiri vloge [12]:
• strežnik, na katerem so shranjena sredstva oziroma podatki - lahko
sprejema zahtevke, ki jih pošilja odjemalec skupaj z žetonom (access
token)
• lastnik sredstev - entiteta, ki lahko odobri dostop do zaščitenih virov
• odjemalec - aplikacija, ki pošilja zahteve z dovoljenjem lastnika
• avtorizacijski strežnik - generira žeton za avtorizacijo, ko uspešno av-
tenticira lastnika
Slika 4.3 prikazuje poenostavljeno delovanje standarda OAuth 2.0. Avto-
rizacija se začne, ko odjemalec (npr. aplikacija) od lastnika sredstev zahteva
odobritev dostopa do sredstev. Če lastnik odobri avtorizacijo, pošlje odje-
malcu odobritev dostopa, odjemalec pa odobritev prepošlje avtorizacijskemu
strežniku, ki, glede na uspešnost avtorizacije, generira žeton in ga pošlje od-
jemalcu. Odjemalec nato pošlje veljaven žeton skupaj z zahtevo do željenih




















Slika 4.3: Potek avtorizacije OAuth
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Ker mora Google poznati in avtorizirati ime paketa aplikacije smo po-
leg paketa morali generirati še poverilnice zanjo. To smo storili s pomočjo
konzole Firebase in konzole Google APIs. Znotraj konzole Google APIs smo
ustvarili projekt, ki smo ga poimenovali Books API, zanj generirali poveril-
nice in ustvarili OAuth okno za soglasje, ki se pojavi zatem, ko uporabnik
klikne na prijavo. Tukaj smo definirali ime aplikacije (Easy Books Project)
in področje uporabe - poleg že privzetih polj email in profile smo določili še
informacijo za Google Books API: https://www.googleapis.com/auth/books.
Ko uporabnik potrdi okno za soglasje, nam s tem omogoči dostop do nekate-
rih podatkov o njegovem računu in nas avtorizira za pošiljanje zahtev preko
omenjenega API-ja.
Nato smo konzolo Firebase povezali z ustvarjenim projektom in omogočili
opcijo Google Sign-In pod zavihkom avtorizacije. Zatem smo znotraj kon-
zole Firebase ustvarili štiri aplikacije - dve za Android in dve za iOS. Obema
Ionic aplikacijama smo določili paket z imenom io.hybridapp.easybooks, Na-
tiveScript pa io.hybridapp.easybooks2. To nam je avtomatsko generiralo od-
jemalčev ID (Client ID) za vsako aplikacijo posebej znotraj konzole Google
APIs . Imeni paketov nista pomembni, pomembno je le, da sta unikatni za
vsako platformo posebej in da se ujemata s tistim znotraj aplikacije.
Kot zadnji korak smo morali pri Androidovih projektih znotraj konzole
Firebase dodati še prstni odtis ključa SHA. Vsaka Androidova aplikacija
mora biti podpisana s svojim ključem. Ključ za podpisovanje smo generirali
s pomočjo orodja Java Keytool, in sicer z naslednjim ukazom (izsek 4.2):
$ keytool -genkey -v -keystore ime_kljuca.keystore
-alias alias_name -keyalg RSA -keysize 2048 -validity
10000
Izvorna koda 4.2: Ukaz za generiranje ključa za podpisovanje
Pri tem smo vnesli še geslo in podatke o osebi, ki ga uporablja. Zatem smo
z ukazom iz izseka 4.3 pridobili potrebni odtis SHA.
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$ keytool -list -v -keystore ime_kljuca.keystore -alias
alias_name -storepass geslo -keypass geslo
Izvorna koda 4.3: Ukaz za pridobitev odtisa SHA
Ukaz nam izpǐse informacije o samem ključu, zanima nas polje SHA-1, kjer
je šestnajstǐska številka s štiridesetimi vrednostmi:
02:82:4C:61:DC:F5:0B:2C:84:77:D6:F9:FD:79:5B:B1:A9:46:C3:3A
4.5 Izdelava aplikacije v ogrodju Ionic
Za izdelavo hibridne aplikacije smo uporabili Ionic 4 in Cordovo, ki ju naložimo
z naslednjim ukazom (4.4):
$ npm install -g ionic cordova
Izvorna koda 4.4: Ukaz za naložitev Ionicovih in Cordova paketov
Atribut -g pove, da smo paket dodali v zbirko celotnega sistema, drugače pa
bi ga naložili v lokalno mapo. S tem smo naložili tudi orodje Ionic CLI, ki
nam omogoča izvrševanje ukazov znotraj terminala z začetno besedo ionic.
Z naslednjim ukazom (4.5) smo ustvarili Angularjev projekt:
$ ionic start easy -books tabs
Izvorna koda 4.5: Ukaz za generacijo Ionic projekta
V trenutnem direktoriju se pojavi mapa easy-books z osnovno strukturo An-
gularjevega projekta. Ker smo uporabili dodatno nastavitev tabs, smo avto-
matsko ustvarili tudi predlogo z zavihki.
Naš cilj je bil dodati podporo za iOS in Android, zato smo pognali še dva
ukaza (izsek 4.6).
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$ ionic cordova platform add ios
$ ionic cordova platform add android
Izvorna koda 4.6: Dodajanje podpore za platformi iOS in Android
V osnovi smo postavili delujočo Ionicovo aplikacijo. Ionic omogoča poganja-
nje aplikacije znotraj brskalnika, to dosežemo z ukazom v izseku 4.7.
$ ionic serve -l
Izvorna koda 4.7: Zagon aplikacije znotraj Ionic Laba
Aplikacija se prikaže na url naslovu http://localhost:8200/, dodatno pa lahko
uporabimo razvijalsko konzolo brskalnika. Izgled Ionic Laba prikazuje slika
4.4.
4.5.1 Struktura projekta
Projekt ima zelo podobno strukturo kot navaden Angularjev projekt z nekaj
dodatnimi datotekami. Na spodnjem diagramu smo zaradi preglednosti pri-












Mapa plugins in datoteka config.xml sta značilni za Cordovo. V prvem
so naloženi uporabljeni vtičniki platforme, config.xml pa se uporablja za
nastavitve posameznih platform. Tukaj smo nastavili ID paketa.
Naložene vtičnike lahko spremljamo v datoteki package.json. Izsek 4.8







"@ionic -native/device -motion": "^5.13.0",
"cordova -plugin -browsertab": "0.2.0",
"cordova -plugin -buildinfo": "2.0.3",
"cordova -plugin -compat": "1.2.0",
"cordova -plugin -customurlscheme": "4.4.0",
"cordova -plugin -googleplus": "8.0.0",
"cordova -plugin -inappbrowser": "3.1.0",
"cordova -universal -links -plugin": "1.2.1",







"cordova -plugin -device": "^2.0.2"
...
},
Izvorna koda 4.8: Nekatere vključene razširitve v Ionic projektu
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4.5.2 Avtorizacija in API zahteve
Za avtorizacijo uporabnika smo uporabili knjižnici AngularFireAuth in fire-
base. Poleg nastavitev konzole Firebase, opisanih v podpoglavju 4.3, smo
dodali še naslednjo kodo (4.9):
loginUser (){
return new Promise <any >(( resolve , reject) => {












Izvorna koda 4.9: Prijava uporabnika s pomočjo Firebase
Vse klice na Google API smo izvedli znotraj storitve BooksService. Pri
tem smo uporabili HttpClient, ki predstavlja odjemalca znotraj Angularjeve
aplikacije za klicanje zahtev preko protokola HTTP in za svoje delovanje
uporablja Observables. Spodaj je podan primer (izsek 4.10) zahteve knjig, ki
so priporočene prijavljenemu uporabniku.
public getBooks () {
let headerDict = {




let requestOptions = {
headers: new HttpHeaders(headerDict)
};
return this.httpClient.get(’https :// www.
googleapis.com/books/v1/mylibrary/bookshelves
/8/ volumes ’, requestOptions);
}
Izvorna koda 4.10: Funkcija za prikaz seznama priljubljenih knjig
Poleg osnovnega niza znotraj metode get() smo podali še glavo zahtevka.
Sem smo dodali žeton za avtorizacijo, ki smo ga shranili znotraj storitve
UserService, ko se je uporabnik prijavil v aplikacijo. Poleg metode get() smo
uporabljali še metodo post(), ki smo jo uporabili takrat, ko smo dodajali
ali odstranjevali knjige z uporabnikove police. Metodi smo morali dodati še
parameter body, ki smo ga vedno nastavili na prazno vrednost null.
Rezultati klicev so podani v formatu JSON. Te smo pretvorili v lastne
razrede za lažje upravljanje in prikazovanje.
4.5.3 Prikazovanje vsebine
Za prikazovanje strani znotraj aplikacij uporabljamo datoteke HTML kom-
ponent, ki smo jih generirali. Ionic ima poleg navadnih Angularjevih kompo-
nent tudi lastne, t.i. strani (pages), ki se uporabljajo za prikazovanje celotne
strani. Od navadnih komponent se razlikujejo po tem, da je preko njih lažje
navigirati po aplikaciji.
Aplikacija začne svoj cikel preko datoteke src/index.html, ki poskrbi
za naložitev potrebnih skript in zažene Ionicovo aplikacijo. V tem delu Ionic
poǐsče HTML oznako ion-app. Znotraj src/app/app.module.ts smo defi-
nirali vse uporabljene komponente in storitve, ki se kličejo znotraj zgoraj
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navedenega atributa.
Ionic podpira standard HTML5, poleg tega ima dodatno definirane oznake.
To so naprimer ion-header, ion-content in ion-footer. Spodaj je dostopna
koda (4.11), ki prikazuje zavihek priljubljenih knjig.
<app -header title="My Bookmarks"> </app -header >
<ion -content >
<ion -refresher slot="fixed" (ionRefresh)="doRefresh(
$event)">
<ion -refresher -content ></ion -refresher -content >
</ion -refresher >
<app -list [books]="books" ></app -list>
</ion -content >
Izvorna koda 4.11: Pogled za zavihek priljubljenih knjig
Naslov strani smo nastavili prek posebej narejene komponente, kjer lahko
spreminjamo atribut title. Prav tako smo za izpis seznama knjig naredili




<ion -row *ngIf="books != undefined">
<ion -col class="book -card animated fadeInUp
" size="6" *ngFor="let item of books.
items">
<div *ngIf="item.volumeInfo != null" (
click)="openDetails(item.id)">
<ion -img *ngIf="item.volumeInfo.




<ion -card -header >
<ion -card -title>{{item.volumeInfo.
title}}</ion -card -title>
</ion -card -header >
<ion -card -content >






Izvorna koda 4.12: Skupni pogled za seznam knjig
Večino elementov smo prikazali z Ionicovimi atributi, saj imajo le-ti že
vnaprej določen stil. Za podoben prikaz bi lahko uporabili tudi navadne
HTML atribute, ki bi jih morali oblikovati sami. Poleg tega Ionic omogoča
tudi uporabo teme, kar v osnovi pomeni, da ponuja preprost način definiranja
barv in stilov. Sliki 4.5 in 4.6 prikazujeta izgled aplikacije.
4.5.4 Dostop do funkcionalnosti naprave
Svoji aplikaciji smo v zavihku za iskanje dodali komunikacijo s strojno opremo
naprave. Ker smo potrebovali podatke merilnika pospeška, smo naložili
Cordovin vtičnik cordova-plugin-device-motion in Ionicov vtičnik @ionic-
native/device-motion. Meritve pospeška so podane v vseh treh oseh prostora
in ponazarjajo trenutni vpliv gravitacije na posamezno os glede na položaj
mobilne naprave. Nenadno večjo sprememba v eni ali večih smereh smo
definirali kot tresljaj telefona. Metoda v izseku 4.13 prikazuje uporabo po-
slušalca pospeška, interval spremembe smo nastavili na 200 milisekund.
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this.deviceMotion.watchAcceleration ({ frequency: 200}).














Izvorna koda 4.13: Zaznava tresljaja naprave
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Slika 4.4: Aplikacija v okolju Ionic Lab znotraj brskalnika Chrome
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Slika 4.5: Prikaz strani priljubljenih knjig in strani o posamezni knjigi na
platformi Android
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Slika 4.6: Prikaz seznama knjig in iskalnika na platformi iOS
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4.6 Izdelava aplikacije v ogrodju NativeScript
Podobno kot pri Ionicu naložimo NativeScript CLI s pomočjo orodja npm
(izsek 4.14).
$ npm install -g nativescript
Izvorna koda 4.14: Ukaz za naložitev NativeScriptovih paketov
Ker smo aplikacijo razvijali v sistemu macOS, smo morali pognati tudi spo-
dnji ukaz (4.15):
$ ruby -e "$(curl -fsSL https ://www.nativescript.org/
setup/mac)"
Izvorna koda 4.15: NativeScriptov ukaz za sisteme macOS
Skripta nam je nastavila delovno okolje in preverila, ali imamo pravilno na-
stavljene poti. Zatem smo pognali naslednje ukaze (4.16):
$ tns create easy -books --ng
Izvorna koda 4.16: Generacija projekta
V nasprotju z Ionicom je ustvarjena aplikacija prazna in nima prednarejene
podlage z zavihki.
NativeScript za prikazovanje ne uporablja komponente WebView, zato
aplikacije ni mogoče prikazovati v brskalniku. Za prikazovanje nam ponuja
dve možnosti, uporabimo lahko ukaz tns preview, ki generira QR kodo. To
kodo lahko skeniramo znotraj mobilne aplikacije NativeScript PlayGround, ki
nam zažene aplikacijo na napravi. Druga možnost, za katero smo se odločili,
je ukaz tns build android, ki zažene aplikacijo na povezani napravi in jo nato
osvežuje ob spremembi v kodi.
4.6.1 Struktura projekta
NativeScriptov projekt ima zelo podobno strukturo kot Ionicov projekt, z
izjemo manjkajočih Cordovinih datotek in dodatne mape App_Resources,
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v kateri so shranjene nastavitve za posamezne platformo. Poleg tega sem
shranjujemo vse vire (npr. slike), ki jih kličemo znotraj komponent.
Razlikuje se tudi vsebina datoteke package.json, spodaj so prikazani








"nativescript -theme -core": "1.0.4",
"nativescript -ui -listview": "6.3.0",
"reflect -metadata": "0.1.12",









Izvorna koda 4.17: Uporabljene razširitve v NativeScriptovem projektu
4.6.2 Avtorizacija in API zahteve
Avtorizacija je pri NativeScriptovem projektu potekala s pomočjo knjižnice
nativescript-oauth2, v nadaljevanju je navedena koda (4.18) za prijavo upo-
rabnika. Knjižnica uporablja enak standard kot aplikacija, razvita v Ionicu,
kjer smo uporabili knjižnici AngularFireAuth in firebase, vendar nativescript-
oauth2 ne podpira nekaterih funkcionalnosti pri Androidovih verzijah, manǰsih
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od 5.0. Zahtevki, poslani na Google API, se zaradi tega ne razlikujejo.
public loginUser (): Promise <ITnsOAuthTokenResult > {
this.client = new TnsOAuthClient("google");
return new Promise <ITnsOAuthTokenResult >((














Izvorna koda 4.18: Prijava uporabnika z računom Google
4.6.3 Prikazovanje vsebine
Ena od glavnih razlik med ogrodjema je način prikazovanja vsebine. Native-
Script v osnovi elemente prikazuje preko datotek XML. Ker smo v projekt
vključili tudi Angular, smo vsebino dodajali v datoteke HTML. Kljub temu
NativeScript ne omogoča uporabe elementov HTML, kot sta to naprimer div
ali button. Namesto tega imamo definirane različne atribute, ki med drugim
omogočajo tudi uporabo razredov CSS in IDjev. Pri tem smo opazili, da
uporaba zunanjih knjižnic, kot je Animate.css, ne deluje. Tako kot pri Io-
nicu lahko uporabljamo Sass. Spodaj je prikazana predloga za izpis seznama
44 Matic Oblak
knjig (4.19).
<GridLayout tkExampleTitle tkToggleNavButton >
<RadListView *ngIf="books" [items]="books.items">
<ng-template tkListItemTemplate let -item="item">














Izvorna koda 4.19: Pogled za skupni seznam knjig
Kot smo omenili v preǰsnjem poglavju, NativeScript prevede predlogo
tako, da uporabi domorodne komponente, kar izbolǰsa uporabnǐsko izkušnjo.
Sliki 4.7 in 4.8 prikazujeta izgled aplikacije.
4.6.4 Dostop do funkcionalnosti naprave
Za implementacijo zaznave tresenja telefona smo uporabili knjižnico nativescript-
accelerometer, ki nam vrača vrednosti merilnika pospeška. Koda storitve za
upravljanje tresljaja se v primerjavi z implementacijo v ogrodju Ionic ni bi-
stveno spremenila.
Diplomska naloga 45
Slika 4.7: Prikaz strani o posamezni knjigi in strani priporočenih knjig na
platformi Android
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Slika 4.8: Prikaz iskalnika in strani o posamezni knjigi na platformi iOS
Poglavje 5
Rezultati in primerjava
Za testiranje aplikacije smo uporabili Androidovo napravo, in sicer Samsung
Galaxy A7 (2018) z Androidovim sistemom 9.0, 8-jedrnim procesorjem in 4
GB RAMa ter emulator iPhona 11 z verzijo iOS 13.3, ki emulira procesor
A13 Bionic in 4 GB RAMa.
Hitrost smo testirali na dva načina:
1. Čas, ki ga aplikacija porabi za začetno nalaganje do pojavitve vsto-
pnega okna. Vzeli smo interval časa med dvema dogodkoma. Pred
vsakim merjenjem smo aplikacijo zaprli, tako da ni ostala shranjena v
spominu naprave.
2. Splošna odzivnost aplikacije in hitrost funkcionalnosti, merjeno v slikah
na sekundo (ang. frames per second - fps). Za Ionicovo aplikacijo smo
spisali svojo funkcijo, kjer smo vzeli število osvežitev okna v 1 sekundi.
Pri tem smo si pomagali z metodo requestAnimationFrame, ki nam jo
ponuja globalni objekt window. NativeScript nam omogoča uporabo
vtičnika fps-meter, ki meritev opravi namesto nas.
Čas za prvo točko smo izmerili petdesetkrat in vzeli povprečje ter izračunali
standardni odklon. Pri merjenju smo si pomagali z razhroščevalno konzolo.
Za iOSovo aplikacijo smo uporabljali konzolo znotraj Xcoda. Androidovo
aplikacijo smo najprej posebej zgradili z ukazi CLI posameznega ogrodja v
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paket apk in jo pognali znotraj Android Studia, kjer smo za ciljno napravo
določili prej omenjeni Samsung Galaxy A7. V Ionicovi aplikaciji smo merili
razliko časa med izpisom zagona Apache Cordova platforme in izpisom zno-
traj metode ngOnInit(), ki jo kličemo v začetni komponenti. NativeScriptova
aplikacija je sprožila začetni dogodek Hot Module Replacement Enabled, ki je
prvi izpisani dogodek po zagonu. Končni čas smo prav tako vzeli s proženjem
metode ngOnInit().
Pri 2. točki smo merili polminutni interval delovanja aplikacije. Upoštevali
smo nalaganje seznama slik, uporabo iskalnika, prikaz podrobnosti posame-
znih knjig in uporabo funkcionalnosti tresljaja.
Pri aplikaciji na sistemu iOS smo preskočili korak prijavitve uporabnika,
saj bi morali za pravilno delovanje avtorizacije imeti plačljivi razvijalski račun
in primerno napravo. Namesto tega smo avtorizirane API klice nadomestili s
takimi, ki tega ne potrebujejo. Na meritve hitrosti delovanja ta sprememba
ni vplivala.
5.1 Rezultati
Tabela 5.1 in slika 5.1 prikazujeta povprečje izmerjenih časov nalaganja
aplikacije in izračun standardnih odklonov za posamezna ogrodja na plat-




i=1(xi − x̄)2, kjer N predstavlja število izvedenih meritev, xi posame-
zno meritev, x̄ povprečje meritev,
∑N
i=1 pa izraža seštevek (xi − x̄)2 od 1 do
N.
V obeh primerih lahko opazimo, da se aplikacija v NativeScript naloži
hitreje. Ionic v povprečju porabi 16-21 % več časa za prikaz prvega okna kot
NativeScript, kar lahko pripǐsemo načinu prikaza preko komponente Web-
View. Ionic ima tudi večji absolutni standardni odklon. Kljub temu ne
prihaja do večjih odstopanj med ogrodjema.
Sliki 5.2 in 5.3 prikazujeta grafa s številom sličic na sekundo v odvisnosti
od časa pri uporabi aplikacij. Znotraj posameznega grafa smo označili, kdaj
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x̄ [s] s [s]
Ionic (Android) 4.21 0.36
NativeScript (Android) 3.46 0.28
Ionic (iOS) 2.60 0.34
NativeScript (iOS) 2.23 0.22
Tabela 5.1: Izračun povprečja in standardnega odklona časa nalaganja apli-
kacije
smo izvedli določeno dejanje pri obeh ogrodjih.
Pri uporabi obeh Androidovih aplikacijah dobimo zelo podobne rezultate.
Glavna razlika je v tem, da Ionicova aplikacija v mirovanju ne dosega vedno
šestdeset sličic na sekundo in ima večja nihanja. Ko izvedemo tresljaj tele-
fona, je padec približno enak na obeh grafih, zato lahko trdimo, da sta obe
ogrodji v tem enako dobri.
Do večjih razhajanj prihaja na sistemu iOS. Obe aplikaciji v mirovanju
dosegata šestdeset sličic na sekundo, kar lahko pripǐsemo zmogljivemu emu-
latorju. Pri izvedbi dejanj opazimo, da ima Ionic večje padce meritev, ki
pridejo tudi do nič sličic na sekundo. NativeScript pri tem nima težav in
nikoli ne pade pod trideset sličic na sekundo.
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Slika 5.1: Prikaz izračunov iz tabele 5.1
Slika 5.2: Število sličic na sekundo v aplikacijah na platformi Android
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Slika 5.3: Število sličic na sekundo v aplikacijah na platformi iOS
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5.2 Analiza ogrodij
Rezultati kažejo, da NativeScript dokazuje bolǰso zmogljivost na obeh mer-
jenih področjih. Absolutna razlika med aplikacijama je zaradi enostavnosti
aplikacije majhna, če pa bi aplikaciji razširili z dodatnimi funkcionalnostmi,
lahko pričakujemo večja odstopanja. Največje odstopanje opazimo pri nala-
ganju aplikacije na Androidovi napravi, kjer Ionic porabi 0,75 sekunde več
časa kot NativeScript. To lahko pripǐsemo uporabi komponente WebView.
Cordova mora za prikaz Ionicove kode v ozadju naložiti vse svoje vtičnike in
počakati na inicializacijo komponente, kjer se nato prikaže aplikacija. Native-
Scriptova aplikacija kaže na bolǰse delovanje tudi v številu sličic na sekundo,
saj v mirovanju (ko v aplikaciji ne prožimo dogodkov) ne padajajo tako kot
v Ionicu.
Poleg same hitrosti aplikacij smo v 4. poglavju za cilj določili tudi ana-
lizo uporabe samih ogrodij med razvojem aplikacije. Ionic se je bolje izkazal
pri integraciji Angularjevega ogrodja, saj nam je omogočal popolno uporabo
spletnih orodij. Tako smo lahko uporabili tudi zunanjo predlogo za obliko-
vanje izgleda aplikacije (animate.css) in celotno predlogo aplikacije napisali
v kodi HTML. Ionic bi posledično uporabili, ko razvijamo spletne aplikacije,
a želimo, da jih uporabnik naloži na svoj telefon, in želimo programirati le s
pomočjo spletnih tehnologij.
V NativeScriptu omenjena predloga ni delovala in nam je hkrati omogočal
le uporabo kode XML za prikaz določenih elementov, ki pa je na trenutke
delovala pomanjkljivo v primerjavi s kodo HTML v Ionicu. Kljub temu nam
elementov ni bilo treba posebej oblikovati, saj so se prilagodili operacijskemu
sistemu in prevzeli domoroden izgled. Prav tako ima Ionic obširneǰso do-
kumentacijo in nam zaradi Cordove omogoča razhroščevanje kode znotraj
spletnega brskalnika. V nasprotju NativeScript omogoča neposredno upo-
rabo API-jev preko JavaScripta/TypeScripta, kar ga postavlja v prednost
pri kompleksneǰsi uporabi strojne opreme.
Odstotek ponovne uporabe kode je bil pri obeh ogrodjih zelo visok (kode
v Angularju ni bilo potrebno prilagajati za vsako platformo posebej) in med
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ogrodjema nismo opazili odstopanj.
Rezultate bi lahko izbolǰsali z večjim številom meritev. Dodatno bi lahko
izvedli tudi priporočila posameznih ogrodij za optimizacijo aplikacij in tako
primerjali najbolj optimalne čase. Za napredneǰso analizo bi lahko dodali
še porabo procesorja in RAMa, aplikacije na sistemih iOS pa bi dodatno




Namen diplomske naloge je bila primerjava dveh ogrodij za razvoj mobilnih
aplikacij, Ionic in NativeScript. Pri obeh smo razvijali znotraj Angular-
jeve platforme. V delu smo najprej opisali glavne značilnosti treh različnih
načinov razvoja aplikacij in jih med seboj primerjali. Nato smo predstavili
tehnologije, ki smo jih uporabili pri razvoju testne aplikacije in opisali njihove
glavne koncepte.
Cilj smo uresničili z izdelavo dveh mobilnih aplikacij, preko katerih smo
spremljali uporabnikovo spletno knjižnico, povezano s storitvijo Google Bo-
oks. Aplikacijam smo dodali raznolike funkcionalnosti, preko katerih smo
spremljali enostavnost razvoja in zmogljivost aplikacije. Za potrebe testira-
nja smo dodali tudi komunikacijo z merilnikom pospeška naprave, kjer sta
se obe ogrodji izkazali za uspešni. Največji izziv je predstavljala implemen-
tacija avtorizacije OAuth, s katero smo lahko dostopali do uporabnikovih
zasebnih knjižnih polic in jih spreminjali. Za konec smo analizirali izmerjene
rezultate in primerjali uporabljeni ogrodji ter ugotovili, da imata obe ogrodji
svoje prednosti. Kljub uporabi komponente WebView pri Ionicu se je izka-
zalo, da dosega skoraj enake hitrosti delovanja in nalaganja aplikacije kot
domorodni način delovanja. NativeScript nam je omogočil bolǰso domorodno
uporabnǐsko izkušnjo, saj so bile komponente, kot je navigacijska vrstica,
enakega izgleda kot v ostalih domorodnih aplikacijah.
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Za natančneǰse rezultate lahko v prihodnosti izdelamo kompleksneǰso apli-
kacijo in uporabimo več funkcionalnosti, ki jih ponujata posamezni ogrodji.
Dodatno lahko pri analizi merimo ostale lastnosti delovanja naprave, kot sta
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