Abstract-Component-based development (CDB) promises to reduce complexity and cost of software development and maintenance through reuse. For CBD to be successful, a vibrant market for commercial business components is essential. One of the key requirements of an active market for business components is an effective scheme for classifying and describing them at various levels of detail, as well as a corresponding repository for storing and retrieving these components. Such a scheme needs to support various constituents such as business users, managers, and application assemblers. The scheme and repository should help users and managers to select components that match their requirements and aid application assemblers in identifying components most compatible with their deployment environment (such as the platform) and system inputs (such as data types). Drawing from the concepts of group technology and software reuse paradigm, this paper proposes a scheme for classifying and describing business components and the design of a knowledge-based repository for their storage and retrieval. The proposed scheme is implemented in a prototype repository. The effectiveness of the prototype and the underlying classification and coding scheme is assessed empirically through controlled experiments. Results support the assertion that the scheme is effective in enhancing the users' and analysts' ability to find the needed business components.
INTRODUCTION

D
EVELOPMENT of business application systems has a long history of project failures, delays, and cost overruns. Progressively, various approaches ranging from structured development to object-orientation have been advocated to reduce the risk and cost of developing reliable business applications. Component-based development (CBD) is the next phase of this progression based on the concept of building an integrated whole from reusing independent standardized parts [8] . This concept has also manifested in approaches like Product Line Engineering (PLE) and Commercial-off-the-Shelf (COTS) components [2] , [5] . However, the widespread use of CBD and related approaches depends on the existence of an active market for business components. Such a market requires standardized schemes for describing and classifying components and corresponding repositories for storing and retrieving them. The purpose of this paper is to propose and evaluate such a scheme and design a repository based on the scheme.
Although there exist many definitions of business components in the research literature and trade press, Wallnau et al.'s [30] description of a component as an independently deployable piece of executable software with a published interface captures the essence of the term. Unfortunately, "component" has become one of the most overused and misunderstood terms in the software industry [13] . It has been used to refer to many overlapping concepts. A component can range from a few lines of code, a GUI object such as a button, to a complete subsystem in an application system like SAP.
The focus of this paper is on business components that are developed commercially to be used for assembling business applications without reference to the underlying technology. According to Herzum and Sims [13, p. 36 ], a business component "implements a single autonomous business concept." Recent advances in the area of Web Services and adoption of standards like SOAP, WSDL, and UDDI have provided tremendous support for developing business components and component-based business applications. Unlike traditional software modules and technical components such as GUI objects (e.g., buttons or menus), business components are self-contained pieces of software supporting some business functionality. Examples include credit-card processing, accounts payable, and insurance peril assessment components. Business components can be delivered and installed separately and their interfaces are independently accessible at runtime [13] . Each business component can be combined and composed with other components to provide a greater functionality. Firms can develop customized applications to support an array of enterprise business processes by assembling these business components.
A critical prerequisite for a successful application assembly is the selection of appropriate business components from a large number of commercially available pools of components. This requires access to component repositories that rely on a standard scheme and a knowledgebased design for the effective and efficient storage, search, and retrieval of all critical information needed for locating business components by application assemblers [8] , [25] , [30] . Hence, the first step on developing such repositories is the creation of a systematic classification and coding (C&C) scheme for business component. Classification is the process of placing similar parts into groups whereas coding is the process of assigning symbols (e.g., numbers, letter, etc.) to each part based on the classification scheme.
The need for storage and subsequent retrieval of software artifacts was apparent in the classical reuse-oriented software development [4] , [15] . Several schemes for classifying traditional reusable software artifacts have emerged (e.g., [21] ). Mili et al. [18] in their survey of software storage and retrieval methods find that, while this subject has been under investigation for over two decades, it still remains an active area of research. They also note that, although many sophisticated solutions have been proposed for archiving software artifacts, the state of the practice in software reuse is characterized by the use of ad hoc, low-tech methods. Mili et al. [18] further argue that most existing solutions are either too ineffective to be useful or too intractable to be usable. Nonetheless, because most of these schemes are designed for archiving traditional reusable artifacts (e.g., code segments, class libraries, highlevel objects, etc.), and are targeted towards the developers, they are not directly extensible to business components.
In fact, business components differ from traditional reusable artifacts in several aspects [8] , [27] , [30] . For instance, a business component can encapsulate fairly complex business functionality and business rules; hence, components need to be described in business terms such that users and managers can evaluate their appropriateness for a given application. Furthermore, the manner in which business components are sought during the application assembly process, namely, matching user requirements with the functionality of existing business components, is unique to CBD. Accordingly, components need to be archived in a manner that facilitates component search, selection, and application assembly.
Currently, no clear guidelines for classifying, coding, and storing business components exist. Although there is a lack of sound procedures for archiving business components, the need for a repository-driven approach for component storage and retrieval in developing business applications has been acknowledged [1] , [31] . Such an approach requires an effective scheme for classifying and describing business components at various levels of details and must support a wide range of constituents, from business users/managers to application assemblers. This paper attempts to fill the aforementioned gap in the research literature by presenting a classification and coding scheme for business components and proposing a design for a knowledge-based repository that supports their storage, search, and retrieval. This paper is organized as follows: Section 2 presents the theoretical foundation of our C&C scheme. In Section 3, we develop the C&C scheme for business components and propose a design for the corresponding knowledge-based repository. Section 4 briefly discusses the prototype development and design of controlled experiment, while Section 5 reports on the data analysis and results. Section 6 presents managerial implications and offers concluding remarks.
THEORETICAL FOUNDATION
The classification problem has been encountered in manufacturing as the number and variety of parts rose with the explosive growth in industrial products. In manufacturing, part classification in general and group technology in particular have focused on developing C&C schemes to help identify an existing part that can be used in the design of new products [26] .
More recently, reuse-based software engineering had to deal with a similar issue. There is a large body of literature in software reuse highlighting different approaches for archiving reusable assets in software libraries. We draw from existing concepts in manufacturing and software engineering disciplines in proposing a C&C scheme for business components.
Group Technology and Part Classification and Coding
Group technology involves grouping parts used in manufacturing products according to their commonalities in design and/or production processes. Grouping similar parts into part families assures increased productivity through design rationalization and manufacturing standardization [6] , [26] . One key element of group technology is the part C&C scheme. An effective C&C scheme is crucial to the subsequent retrieval of relevant parts during production, trade, and assembly. Part characteristics are used in classifying parts into various groups and in their subsequent coding. Typical part characteristics include part geometry (e.g., shape), part function (e.g., fastener), and part material (e.g., plastic) [6] . Group technology has been successfully used over the years to handle the tremendous growth in the variety of parts in the manufacturing industry. For example, automobile firms use thousands of parts in constructing an array of automobile models. When designing a new model, the group technology allows engineers to search for appropriate parts from the part repository based on one or more characteristics. The above scenario of group technology and the role it plays in manufacturing engineering match quite closely with the idea of assembling business applications from reusable business components. We therefore use group technology and synthesize it with reuse-based software engineering in developing a C&C scheme for business components.
Storage and Retrieval of Software Assets
The classification, storage, and retrieval of traditional software assets such as functions, algorithms, object classes, and design documents have been an active area of research over the last decade, resulting in a number of proposed approaches, including a few that draw from library science. Common representational methods for classifying reusable artifacts include enumerated, keyword, faceted, and hypertext [11] , [15] , [18] , [25] . Of these, faceted classification (FC) presents an interesting approach where reusable artifacts are classified according to some facet-term pairs [21] . FC has first been applied in library science, where the classification scheme is constructed by selecting a set of representative facets for the collection to be classified, a process called "literary warrants" [22] , [28] . The faceted approach to classifying does not rely on complete partition of an entire subject area; instead, it relies on synthesizing the subject area to identify a set of facets for describing domain artifacts [22] , [24] and is compatible with the C&C approach to group technology.
In advocating a facet-based scheme for classifying traditional reusable software artifacts, Prieto-Diaz and Freeman [22] identify facets as the function performed (e.g., add and close), object manipulated (e.g., array and buffer), medium where the function is performed (e.g., file and printer), system type (e.g., compiler and line editor), functional area (e.g., accounts payable and budgeting), and setting (e.g., advertising and car dealer). These facets were, however, used to store low-level system concepts and their usefulness in high-level business components has not been tested. Another approach in facet identification is the hierarchy-aware classification scheme for object-oriented code as proposed by Damiani et al. [10] . The software descriptors in this approach include behavioral characteristics such as provided services, employed algorithm, and needed input forms. This is a comprehensive approach; however, it targets lower-level object code as artifacts. Meling et al. [16] have developed a component description manager for storing and retrieving software components. This approach archives components such as user interface controls, code for simple programming tasks, infrastructure components, and complete applications like the wordprocessor. A classification tree consisting of characteristics, grammar, component, and standards subtrees is used to define a component. This approach also lacks the business orientation, which requires capturing important component attributes such as business rules applicable to the component.
In summarizing the review of software storage and retrieval research, Mili et al. [18, p. 406] states that: "Despite several years of active research, the storage and retrieval of software assets in general and programs in particular remains an open problem. While there is a wide range of solutions to this problem, many of which have led to operational systems, no solution offers the right combination of efficiency, accuracy, user-friendliness and generality to afford us a breakthrough in the practice of software reuse." In this paper, we describe an approach, which synthesizes the features of C&C schemes proposed in group technology and reusable software, and relies on newer technologies like eXtensible Markup Language (XML) to design a knowledge-based repository for storage, search, and retrieval of business components.
C&C SCHEME AND KNOWLEDGE-BASED REPOSITORY DESIGN
A business component could be fully described only when characteristics of its constituent parts are considered. The parts of business components can be described at various levels of abstraction through a hierarchical structure. In this structure, the "business component" represents the highest level of abstraction while interfaces, methods, attributes, exceptions, and data types represent the subsequent levels of details. Fig. 1 illustrates the abstraction hierarchy of the component, where each component consists of one or more interfaces. Each interface represents some functionality provided by the component, and acts as a unit of negotiation for the component. Moreover, interfaces represent different access points to a component and, thus, cater to varying client needs [27] . Each interface contains a set of methods, attributes, and exceptions. The hierarchical and multiuser nature of business components requires a C&C scheme that not only uniquely identifies a component, but also provides appropriate descriptors for the component and its constituent parts, which could be used in finding components that match application requirements.
Hence, we propose a synthesis of structured identifiers to classify components on well-defined characteristics (such as domain and implementation environment) and semistructured descriptor facets to define functionality, business rules, and role of components for characterizing business components at various levels of the abstraction hierarchy.
When searching for components, structured identifiers enable the user to quickly reduce a large set of components to a select few, while semistructured descriptors provides the ability to closely scrutinize the smaller number of components to determine a match with specific requirements. The details of our C&C scheme and the corresponding knowledge-based repository design are illustrated next using the Cinema component (adapted from Baker [3, p. 127-129] and described in Appendix A). In this example, the Cinema component is intended to manage ticket sales at a cinema and consists of three interfaces: Booking, GroupBooking, and FrontOffice. The Cinema component and its interfaces contain a set of methods, attributes, exceptions, and data types.
Proposed C&C Scheme for Business Components
In the discussion of our proposed C&C scheme, identifiers (e.g., name, industry type) for structured information are listed first, followed by descriptor facets (e.g., rules, functionality) for unstructured information of the component and its constituent parts. Name is a universally acceptable identifier. Burton et al. [9] recognize name as an important attribute of a reusable artifact. For example, the name "credit-card approval" could be used to represent the abstraction of approving a credit card payment during a transaction. Because there might be multiple components with the same name, each component also requires a unique id.
As a component typifies a piece of software, several taxonomies employed to group software are usable in classifying components. For example, the International Computer Programs divide software into three categories [20] : systems software (e.g., compiler), general applications (e.g., communication), and industry specific (e.g., airline reservation). We adopt this scheme for broadly classifying components. Each of these categories can be further refined. For example, general payroll applications could be further classified into more specific categories such as GUI, payroll reports generator, check printing, and notification functionalities.
To manage components effectively, additional information about the component may be needed. For example, Burton et al. [9] characterized traditional reusable artifacts according to author (name) and version number. As for business components, vendor name, a contact person, and the version of the component might be useful in characterizing the component. Additional items required for managing components could be added to this list.
A component may be used in industry-specific (e.g., banking industry) or across-industry (e.g., payroll) applications. Hence, we classify each component according to the industry in which it could be used and the application domain it represents. Furthermore, the implementation environment could be used in classifying components. Two useful characteristics of the environment are operating system and programming language used in implementing the component. Additional characteristics such as deployment environment (such as .NET, EJB, and CORBA) can be added. The above identifiers represent the structured information at the component level.
The descriptor facets must provide information for various types of users as they search for components that match their requirements. In identifying descriptor facets, we examined key characteristics of business components that might help users in their component search during application assembly. As a result, the following descriptor facets are identified for representing the unstructured information about business components at various levels of the abstraction hierarchy.
1. Synonym. As people use a variety of terms for the same thing, it is often necessary to use synonyms in searching reusable artifacts [23] . Therefore, we selected synonym as a descriptor facet for describing a business component in terms of name synonyms. For example, since the Cinema component is intended to manage ticket sales of a cinema, a possible synonym might be "ticket management for movie theaters." Synonym facet is used to describe not only component name, but also names of its constituent parts. For example, synonyms might be used to inform users of other possible names of a particular method. 2. Role. Once developed, a component can be used to build a variety of applications. Prieto-Diaz [20] suggested that a program could be characterized in terms of its intended use. Similarly, a business component can be described in terms of its role in possible business applications. Although the applications in which a business component could be used may not be precisely known at design time, one might speculate on its role in potential applications. Role can serve as an effective way of searching for an appropriate business component, making role a useful descriptor facet. For example, Cinema component can play the role of managing ticket sales in applications such as cinema management system or music concert management system. 3. Business Rules. Components are typically designed to support one or more business processes or functions in a particular domain and, hence, implicitly or explicitly encompass the domain's business rules. Therefore, any description of a component should provide adequate information about its business rules. Rule-based descriptions have been used in the classification of conventional reusable objects. In classifying reusable objects, Isakowitz and Kauffman [15] used rules that correspond to a program. Burton et al. [9] identify special requirements (i.e., rules) as a distinguishing characteristic of a traditional reusable artifact.
In matching users' requirements with candidate components, it is important to ensure that the business rules supported by the component match the users' business rules. Hence, business rule constitutes an important descriptor facet. Examples of rule facet for the Cinema component include "no ticket refund" and "tickets could be sold in advance." 4. Function/Task. Functions or tasks performed by an artifact represent a fundamental characteristic of software. Burton et al. [9] identify the need for special keywords in describing the functionality of a reusable artifact. Similarly, a business component provides specific business functionality or carries out a specific task in a particular business domain, which could assist application assemblers in searching and selecting appropriate components. In the context of business components, we use the function/ task facet to describe the function of a component and its methods. Typical functions of the Cinema component include "ticketing," "pricing," and "reservation." 5. Element/Part. A business component represents an abstraction of a portion of business domain. This abstraction may contain elements or parts that could be used to describe the component. Prieto-Diaz and Freeman [22] identify "objects" such as variables manipulated by a program as possible descriptors for classifying programs. Similarly, we use the element/part facet to describe a component. Elements of the Cinema components might include "seat" and "ticket." 6. Action/Event. A Business component may be designed to initiate some actions based on certain events supported by the component. Prieto-Diaz [20] adopts the "action" characteristic typical in imperative statements for deriving a classification scheme for traditional reusable artifacts. Likewise, we suggest the action/event facet as a descriptor for actions or events supported by a business component. In matching users' requirements with potential components, juxtaposing the actions supported by the component with corresponding actions in application requirements could facilitate the search. Possible actions or events of the Cinema component include "reserving ticket," "purchasing ticket," and "canceling ticket." 7. User. Prieto-Diaz and Freeman [22] identify "agent"
(or medium as entities where the action is executed) as a descriptor for characterizing a traditional reusable artifact. In the context of business components, the user of the component could be considered an interpretation of the "agent." The user facet is used to characterize the component in terms of possible end-users of a component-based application. Users of the Cinema component might include "patron" and "teller." The above seven facets identified for the component could be extended to derive a set of facets for describing interfaces, methods, attributes, and exceptions. In applying the seven facets to interfaces, the next level in the component hierarchy, the objective is to describe the interface at a more detailed level of abstraction. For instance, rule facet identifies specific rules that apply to an interface. Similarly, role facet describes an interface's role in the component to which it belongs. Recent developments in area of Web Services, specifically the proposed standards for Web Services Description Language (WSDL) [19] , can supplement the interface description by providing technical specification required for interfacing various components. Table 1 provides a summary of the seven facet-based descriptors while Appendix B illustrates the entire classification scheme for the Cinema component.
Knowledge-Based Repository Design
The difficulties in identifying requirements for business applications are well documented [30] . Moreover, even when requirements are known, identifying the components that satisfy those requirements is an arduous task. Given the challenging nature of matching requirements with corresponding business components, users and assemblers need to be guided interactively during the component search and retrieval.
In this context, the component fabricator can classify and code components and store them in a component knowledge-based repository (CKBR). During the assembly process, an assembler can query the CKBR to find components that match the given requirements. In doing so, the assembler could search based on structured identifiers such as name, industry, and development environment to narrow down the choice to a smaller number of candidate components. By its nature, a database is more efficient and effective for the storage, search, and retrieval of structured identifiers of components. This search can be supported by a prompted list of options; for example, users can be prompted with the component types (e.g., system, algorithmic, or application), industry and application domains. The assembler can refine the search by using the semistructured knowledge coded as facets (e.g., rule, roles, functionality, etc.) of the components and their constituent parts.
Each facet descriptor may contain one or more keywords or a short descriptive text, or may be assigned NULL value (i.e., not applicable). Due to the nature of descriptor facets, a markup language such as XML is suitable for coding facetbased knowledge. The XML provides an easily maintainable scheme for coding semistructured knowledge-base for components and support flexible context sensitive component search. By employing a Document Type Definition (DTD) to specify the structure of the classification scheme, coded components can be matched against the DTD to verify that they conform to the classification scheme. Moreover, XML analyzer tools provide the capability to analyze the XML files containing the components and subsequently reformat it for further processing, thus enhancing the search mechanism.
An example XML statement that can be used to describe elements or parts associated with a component might look like: <ELEM>movie; seat; ticket</ELEM>. The context sensitive XML search can look for components that have ticket as an element or part. In addition to facet-based knowledge, CKBR could include knowledge about appropriate use of components, which are specific to the successful (and unsuccessful) experiences or expert opinions For instance, in a CKBR with a very large number of components, in order to increase the efficiency and effectiveness of the search and retrieval process, it would be desirable to segment the CKBR into manageable and somewhat mutually exclusive subrepositories with their own knowledge bases. A metaknowledge base could help in this regard. The rules in the metaknowledge base can help reduce the number of eligible components quickly and limit the knowledge-base search to a fraction of the repository (i.e., subrepository). A possible rule for such a division may be based on language for getting system inputs and generating outputs, such as English, French, or multilingual input forms and output screens. This metarule makes it possible to have a large comprehensive repository and at the same time could substantially narrow down the eligible components. Another set of metarules may be used for clustering components. For example, components used in manufacturing and service could be clustered separately and selected by asking the assembler questions that would determine if the application for which components are sought is in service industries or manufacturing industries. More complex rules could also be developed based on the nature and number of components that need to be archived. For instance, in the service industry, components for business functions such as payroll, accounting, and inventory management may be more general and ubiquitous, whereas components for customer-accounts management may vary considerably. Components for customer accounts in banking and brokerage houses could be quite different from customer accounts for entertainment and transportation or consulting and contracting. Therefore, a component metaknowledge base could include rules based on nature of the application and clustering of components. The following is an example for such a rule:
IF input-output screens are in English AND industry type is Service AND function is Customer Accounts AND company type is Transportation (ships, buses, airlines...) THEN knowledge base is English-Customer-Accounts-Transportation
Once the appropriate segments of knowledge-based repository are identified, then the XML and database search could be carried out in a more efficient fashion. EnglishCustomer-Accounts-Transportation knowledge-based repository may include not only the facet information coded in XML, but also additional rules relating to the size of application (small and narrow, large and broad), nature of the component (specialized vs. ubiquitous and scalable), and knowledge about the experiences gained in using certain components within other applications or recommendations of experts for commonly used components. As the number of successful business applications through component assembly increases, the experiences gained in the selection and assembly of components could be added to component knowledge bases using rule-based and casebased reasoning approaches. For example, successful industry experiences or expert opinions may provide rules such as:
IF knowledge base is English-Customer-Accounts-Transportation AND the system is large AND the system should be scalable AND the system is for e-commerce AND the system should operate on different platforms AND the system requires high level of security AND the assembler has skills and resources for java-based development THEN show java-based large web components for customer accounts in transportation Case-based reasoning could further enhance this search by guiding assemblers to existing and successful applications. In the above example, if the knowledge base includes successful cases (or expert recommendations) that match closely to the above specifications, then the components used in those cases could be presented to the assembler.
Note that the knowledge-based search does not have to be limited to matching requirements with the components for specific business functions within an industry. In fact, the search may include cross-functional areas in different industries to find appropriate services. In other words, a knowledge-based approach allows component search to transcend the limitations of industry categorization and to focus on the conceptual service functionality of each component and its successful use in applications across various industries and business applications. Thus, the presence of different types of knowledge bases (facet-based, rule-based, or case-based reasoning) facilitates the capture and dissemination of knowledge gained through the use of components by various assemblers and will expand as the experience with component use increases. Such knowledge bases would be an invaluable source for component assembly and for making component selection more intelligent over time.
While the prototype implementation of repository described in following sections focuses mainly on database and facet-based knowledge coded in XML, the importance of developing meta and experience-based knowledge bases through time could not be overemphasized. However, a successful development of such knowledge bases is a multiindustry endeavor that should be embarked on after component assembly becomes more prevalent and, hence, is beyond the scope of the present paper. Fig. 2 shows the overall design of the CKBR, which combines the structured query (prompted list) through the component database with the retrieval of semistructured knowledge coded in XML. As shown, user specified context-sensitive keywords are matched against the information in both database and XML files. If desired, vocabulary of the keywords could be controlled. When components matching the search criteria are found, their details are shown to the user in terms of structured identifiers (e.g., name and industry type) and semistructured facet descriptors (e.g., rules and functionality) with corresponding labels to assist users in selecting the most suitable component.
PROTOTYPE DEVELOPMENT AND DESIGN OF CONTROLLED EXPERIMENT
To assess the effectiveness of the proposed C&C scheme and the corresponding CKBR, we developed a prototype version of the knowledge-based repository (called CKBR-P hereinafter) and used it in a controlled lab experiment.
Prototype
The CKBR-P contains structured and semistructured information at the component and interface levels. Structured identifiers included component type, description, industry domain, business area, operating system, and development environment. The CKBR-P was developed using the Visual Basic programming language and contains a Graphical User Interface to interactively guide users through a set of screens during component search. Each screen in CKBR-P contained a set of navigation buttons. Users were given the capability to start a new search by abandoning the current search or to refine the currently selected component set further. For instance, if the initial search generated 20 components, then the user can specify additional search criteria in order to reduce the component set to a manageable number such as three components where they can be looked at in more detail individually. This iterative and interactive nature of the prototype provides users considerable flexibility during the search process. Help options (e.g., buttons) were provided on each screen. After users enter the search parameters (to be detailed later), CKBR-P finds and lists the components that satisfy the selection criteria. In this condensed view, users could see the component name and a short description of the component, such as "airline agent" with the description "maintains information about an airline agent." By clicking on the component name, users could see detailed information about the component. Users can select promising components and place them in a temporary viewable basket. Components can be added or removed from the basket at any time. Users can conclude the search by indicating a selection to be final.
Two versions of the prototype were developed. In the control version, as a surrogate for current practice, userentered keywords were matched against a one-line description of the component. For example, user-entered "travel agency" keywords are matched against the description "maintain information about a travel agency and its agents." In a study for assessing the effectiveness of a classification scheme, Prieto-Diaz [20] employed a similar approach to characterize traditional reusable software artifacts in the control version of his experiment. In the treatment version of the prototype, participants could search for a component using a database search or a context sensitive knowledge-based XML search. In the database search, users were given a prompted list for component type (e.g., application and system), industry domain (e.g., airline and insurance), business area (e.g., airline reservation and inventory management), operating system (e.g., Unix and Windows NT), and programming language (e.g., Java and Visual Basic) environment. In the knowledgebased search, participants can specify keywords that are used to match against facet information in the XML file. 1 Users can follow database search by an XML search (or vice versa) to further refine the results.
Both versions of the prototype presented the same structured information (e.g., industry type) to the user. In terms of semistructured information, the control version presented information on the role, rule, and functionality of the component as component description while the treatment version presented formatted information on all seven facets. Control and treatment views of the prototype are shown in Figs. 3 and 4 , respectively.
1. The manner in which users query semi-structured information coded in the XML file is left open as an implementation issue. When using this prototype, the subjects were asked to read a requirements statement and based on their understanding, specify keywords that correspond with the component(s) they seek. In a separate implementation of the CKBR for the insurance domain at a large consulting firm (to be described later), the analysts are provided with the option to specify keywords for various facets (e.g., role, rule, etc.) based on their requirements and the components sought. Of course, the users must have a prior understanding of what these facets are in order to specify facet-based keywords during component search. Because we used students in this experiment and they were not aware of the facet-based scheme, the keywords students specified were matched against the information in XML file. 
Experimental Task
In order to assess the effectiveness of the proposed C&C scheme and the corresponding CKBR as implemented by the prototype, a controlled lab experiment was conducted. The experimental task involved searching and retrieving components that satisfy given requirements. The components used in the experiment were derived from a previous study [29] using an object model in the airline reservation system domain [7] . Three different requirement descriptions (presented as text) were used. The first two requirement descriptions, namely, Travel Agency (TA) and Airline Agent (AA), were constructed such that the task of finding the corresponding component was equal in complexity. In order to discount any inequality in perceived complexity due to length of the text, these two requirement descriptions were constructed such that they had equal word counts.
The third requirement description named Flight/Aircraft (F/A) was designed to be significantly more complex. The objective of this task design was to check for the possible impact of task complexity and learning effect of using the system. Fig. 5 shows a sample requirement description.
Of the components in the repository, four components matched the three requirement specifications: TA (one component), AA (one component), and F/A (two components). Each requirement was constructed such that its specification matches with the description of the corresponding components. The components that matched TA and AA requirements were derived from two equally sized objects. The F/A requirement was designed such that the Flight and Aircraft components together match that requirement. Because of the lengthier requirements statement and the fact that its requirement was satisfied by two components containing a total of seven objects, the F/A task was determined to be more complex than both TA and AA tasks. A total of 81 components were placed in the knowledgebased repository. The components in the repository included various flavors of the Travel Agency, Airline Agent, Flight, and Aircraft components as well as components outside the airline domain (such as payroll and education). Given the task characteristics and approximately one-hour duration of the experiment, an 81-component repository was deemed reasonable. This was further confirmed during pilot testing; the three tasks were exposed to multiple pilot tests among a sample of intended experimental subjects, namely, students, as well as other individuals including academicians and researchers to validate the above assumptions.
Measures
The ability to search and retrieve needed components from the knowledge-based repository is the key indicator of the effectiveness of the proposed C&C scheme and the CKBR. This effectiveness can be assessed in terms of recall, precision, search effort, satisfaction, and ease of use [11] , [17] , [20] . We used these established measures to assess the effectiveness of the proposed C&C scheme.
Two types of data were collected during the experiment. Objective data were collected automatically for measuring recall, precision, and search effort. Recall is measured by determining if the set of components selected by participant includes the correct component(s) matching the given requirement. Precision is measured by computing the ratio between number of relevant (i.e., correct) components retrieved and total number of components retrieved. The search effort is measured in terms of the number of components inspected and the time the participant took in completing the search.
The second set of data involved perceptual evaluations. A postexperiment questionnaire was used to assess participants' perception of system satisfaction, process satisfaction and ease of system use. The items for these constructs were measured on a continuous 11-point semantic differential scale and included:
System Satisfaction:
I am / am not willing to use the CKBR again. I would / would not recommend the CKBR to others. The CKBR was / was not fun to use.
Process Satisfaction:
The amount of guidance provided by CKBR was / was not sufficient. The sequence of screens (i.e., pages) in CKBR was / was not helpful.
Ease of Use:
The CKBR was / was not easy to use. In order to use the CKBR more effectively, I did / did not have enough training.
Experiment
Since the experimental tasks involved matching stated requirements with components in the CKBR-P, individuals with a background in software development were sought. Hence, we selected students from several undergraduate and graduate courses in information systems at a major research university in the Midwest. The undergraduate students were from computer programming courses. All graduate students had taken at least one programming course. A total of 222 students from five different courses voluntarily participated in the experiment. During the experiment, each subject was given the three requirements described in Section 4.2. The complex F/A requirement was always given as the third and final task. The TA and AA requirements were switched alternately as the first and second task for different subgroups to study the learning effect. Participants were randomly assigned to one of four groups: Treatment/Control x TA task first/ second. At the beginning, participants were provided with scripted instructions on experimental procedures. They were instructed to read each of the three requirement descriptions and find the matching component(s) using the CKBR-P. As participants progressed through the three tasks, the experimental data such as start time, end time, and number of matching components found in the basket were automatically recorded by the system. These data were used for computing recall, precision, and search effort.
RESULTS AND DISCUSSION
The average age of participants was about 28 years with a male to female ratio of 3 to 1 and a self-reported GPA of 3.17. As shown in Table 2 , measures for system and process satisfaction, and ease of use showed satisfactory levels of construct validity and reliability. 
Analysis of Results
Recall. For the TA and AA tasks, there was one relevant (i.e., correct) component. Hence, recall for these two tasks could take a value of either 0 (component not found) or 1 (component found). For the F/A task, there were two relevant components. Hence, recall for this task could take values of 0 (found neither), 0.5 (found one of two), or 1 (found both). As recall for TA and AA tasks take 0/1 values, they were analyzed together while F/A task was analyzed separately.
Because recall takes two or more discrete values, we used logistic regression to determine which group obtained higher recall. Logistic regression model has become the standard method of analysis when the response variable is discrete [14] . In this context, the predictor variable is the presence (or absence) of the treatment version of the CKBR-P while the response variable is recall.
As shown in Table 3 , results revealed that, for TA and AA tasks, recall for the treatment group was significantly higher (t = 3.65, p < 0.001) than that for the control group. Furthermore, additional tests revealed that recall for the TA task was considerably higher (t = 2.10, p < 0.05) than that for the AA task. For the F/A task, recall for the treatment group was only marginally higher (t = 1.89, p = 0.059) than for the control group.
Precision. For TA and AA tasks, there was one relevant (i.e., correct) component each. For the F/A task, there were two matching components. Hence, precision was calculated by taking the ratio between number of relevant components retrieved and total number of components retrieved. When no relevant component is retrieved, precision was set to 0. When only relevant component(s) is/are retrieved, then precision was set to 1. For all other cases, precision was set to .5 (i.e., cases where both relevant and irrelevant components were retrieved).
Because precision could take one of three discrete values, ordinal logistic regression was used. As shown in Table 3 , results indicate that the precision for the treatment group was significantly higher (t = 3.73, p < 0.001) than for the control group. Moreover, additional tests revealed that precision for AA and F/A tasks were relatively lower (t = 1.95, p < 0.05 and t = 8.32, p < 0.001, respectively) than that for the TA task.
Search Effort. Search effort was measured in terms of number of components inspected and search time. As depicted in Table 3 , the treatment group inspected significantly fewer (t = 3.78, p < 0.001) components than the control group. Furthermore, additional tests indicated that the number of components inspected for AA and F/A tasks was relatively higher (t = 2.13, p < 0.05 and t = 3.67, p < 0.001, respectively) than that for the TA task. Nonetheless, as shown in Table 3 , results indicate no significant effects of treatment on search time. However, F/A task required relatively more (t = 2.29, p < 0.05) time than TA task. 
TABLE 3 Summary of Results
**** p < 0.001; *** p < 0.01; ** p < 0.05; * p < 0.10; n.s. -not significant.
Satisfaction. The satisfaction of the user with the CKBR-P was measured in terms of system satisfaction and process satisfaction. As shown in Table 3 , treatment group was more satisfied with both system (t = 5.98, p < 0.001) and process (t = 4.57, p < 0.001) than the control group.
Ease of Use. As perceived in Table 3 , the treatment group perceived the system easier to use (t= 3.45, p < 0.001) than the control group.
Learning Effect. Recall that the TA and AA tasks were switched as the first and second task to assess learning effects. Accordingly, we ran tests to examine possible learning effects in terms of recall, precision, and search effort. Results indicate no learning effects.
Discussion
The objective of the experimental study was to assess the effectiveness of the C&C scheme and the CKBR. Accordingly, we developed a prototype version of a component knowledge-based repository (CKBR-P). Information about the components and corresponding interfaces were placed in the CKBR-P. Then, we examined which group performed better on a set of dimensions generally used in assessing effectiveness of a retrieval scheme. The overall results indicate that the C&C scheme and its corresponding repository increase the effectiveness of the search and retrieval of components as measured by recall, precision, search effort (number of components inspected), as well as by users' perception with respect to system and process satisfaction, and ease of use.
Treatment had a significant effect on recall for both TA and AA tasks. Moreover, recall for the TA task was considerably higher than that for the AA task. Although these tasks were intended to be of equal complexity, subjects perceived AA task to be more complex (t = 2.79, p < 0.01) than TA task. Note that both TA and AA components were derived from two objects each. Although the word count for the corresponding requirement description was equal, we believe that subjects perceived TA task to be less complex because its two embedded objects are conceptually more related to each other than the two objects in the AA component. The two objects in the TA component were Travel Agent and Travel Agency whereas the two objects in the AA component were Airline Agent and Baggage Complaint, which are conceptually more distant. For the more complex F/A task, the treatment had only a marginal effect on recall.
The treatment group also achieved higher precision than the control group. Tests also revealed that precision for both AA and F/A tasks was less than that for the TA task. This could be explained by the fact that subjects found the TA task to be less complex than both AA and F/A tasks.
Although subjects using the treatment version of the CKBR-P inspected fewer components, the time spent by the two groups did not differ significantly. Because the number of components (e.g., 81) in the knowledge-base was relatively small and only the component and interface descriptions were included, it appears that the subjects were able to view components quickly without spending much time. However, if the number of components in the repository were higher and if it included additional information about the components (e.g., methods, attributes, exceptions, etc.), then viewing components would likely require a considerable amount of time. And, finally, treatment had a significant effect on system and process satisfaction, and ease of system use. Thus, overall results support the effectiveness of the proposed C&C scheme and the corresponding CKBR.
In terms of learning, none of the measures show an effect. It is possible that no learning was apparent due to subjects' perceiving the two alternated tasks, namely TA and AA, to be of unequal complexity, thereby, making the comparison across tasks impractical.
Implementation by a Consulting Company
Tata Consultancy Services (TCS), a large global consulting company used the proposed C&C scheme as a basis to build a prototype web-based component repository. This repository stores the structured information in an Oracle database while the semistructured faceted information was implemented as XML files. The company subsequently added additional structured information such as component owner company, cost, and licensing options. Furthermore, the repository stores comprehensive component interface information including methods and parameters in the interfaces as well as interface description in Web Services Description Language (WSDL). The repository supports component search through structured attributes, keywords and intelligent XML search based on faceted information. The component repository allows for the storage of business components of various granularity. TCS has also implemented bill of material type component interrelationship, which enables users to get a list of lower-level components which makes up a large component or to find all the larger components in which a particular component is used. The prototype has administrative features such as the administrator view with the authority to add new component and update of components, and user views with no update capability.
For the purpose of demonstrating the feasibility of the approach, repository was populated with over 100 business components in auto insurance claims processing domain developed by the company. A number of experts within the company and some of its fortune 100 customers evaluated the prototype repository and its use. The evaluators found the repository comprehensive, easy to use, and effective in locating appropriate components.
MANAGERIAL IMPLICATIONS AND CONCLUSION
Managerial Implications
In this research, we presented a C&C scheme for classifying business components in a knowledge-based repository. To our knowledge, this is the first attempt to classify higherlevel business components so that subsequent search and retrieval could be enhanced. Until now, the lack of a systematic approach to classifying business components has hindered the search and retrieval of components during application assembly. While classification schemes employed by online marketers such as componentsource.com and flashline.com provide rather trivial means to classifying components based on simple attributes such as product name, vendor name, category (e.g., calculator), and business function (e.g., bar coding), they do not provide support for multilevel abstraction hierarchy inherent in business components. Furthermore, their effectiveness has not been fully assessed. The need for software asset management through a formal structure has already been recognized in the industry and attempts have been made to address some parts of this problem. For example, LogicLibrary Logidex (www.logiclibrary.com) provides software for capturing, publishing, and managing software assets, including Web services, legacy applications, and components. However, their focus is more on general asset management than creating a C&C scheme (with a potential to be standardized), and designing and developing a component-specific knowledge-based repository.
In deriving the C&C scheme, we adopted principles from established disciplines of group technology and software reuse, and accounted for hierarchical nature of components and their constituent parts. This could serve as a basis for industry standardization of component coding and classification. Moreover, we have demonstrated the effectiveness of the C&C scheme through controlled experiments using a prototype of the corresponding knowledge-based repository. The scheme has been used by a large consulting firm to build a fully functional prototype system and to store and manage business components in the insurance domain.
Software project managers understand the importance of reuse in mitigating skyrocketing development costs. Although these managers are aware of techniques for classifying traditional reusable artifacts (e.g., modules, functions, and algorithms), they do not possess the knowledge for classifying business components. As noted earlier, business components represent (re)use at a higher level of abstraction than those of classical reusable artifacts. Given the industry's shift towards a component-based approach to developing business applications, it is imperative that managers acquire the necessary tools for classifying components. The C&C scheme and the corresponding CKBR presented in our research offer project managers, developers, and assemblers a mechanism to classify, code, store, and retrieve components.
Compared to that of classical approaches to developing software, CBD warrants new roles for project managers. In addition to developing components, they must classify, code, and store business components in the knowledgebased repository. Specifically, managers need to oversee tasks such as initial population of the repository, addition of new components, removal of obsolete components, modifying component descriptions based on new uses of components, version control (i.e., configuration management), and fixing defective components. As component repositories become intertwined with development activities [12] , the effectiveness of the CKBR in terms of search and retrieval must be monitored continuously.
Once the components are placed in the repository, project managers need to work in tandem with the marketing managers in promoting the component repository to potential component users (e.g., assemblers). The Internet offers a viable medium for managers to advertise components and make the knowledge-based repository directly available to customers.
Conclusions
The CBD model presents a unique approach toward developing software. It is based on the concept of building end-applications from a set of prefabricated components. Accordingly, the identification of components that match user requirements plays a key role in CBD success. Although the need for a repository-based approach to constructing applications in the CBD paradigm has been acknowledged, until now, there has been no systematic scheme for classifying, coding, and storing of high-level business components that facilitate the subsequent search and retrieval process. In this research, we presented a C&C scheme for storing components in a knowledge-based repository. A prototype version of the repository was developed and validated. Empirical results confirm that a formal mechanism for classifying, coding, and storing components in a knowledge-based repository enhances analysts' (i.e., assemblers') ability to find the required business components.
Our research offers key contribution to the existing literature. Because components are the building blocks of the CBD paradigm, finding the right components quickly is vital to developing business applications. The systematic classification, coding, and storing of components in a knowledge-based repository facilitate the search and retrieval of the required components. By classifying the component according to its hierarchical structure at various levels of abstraction and basing the classification scheme on the component's structured and unstructured information, the search and retrieval process can be markedly enhanced.
As the number and variety of components increases, the component knowledge-based repository provides a viable approach to classifying components. The research presented here is a preliminary step in understanding the characteristics of components so that user requirements could be easily matched with business components archived in the repository. There are a number of directions for extending this research in the future.
First, using students as surrogates for business analysts is always questionable. We somewhat alleviated this concern by selecting students who are juniors, seniors, or graduate students primarily majoring in information systems with computer programming knowledge and who have classroom or work experience in systems analysis and design. However, further studies must be conducted using analysts in an industrial setting.
Second, the fact that the prototype included only a portion of the proposed C&C scheme may be subject to criticism. The prototype classified components at the component and interface abstraction levels. Recall that, in the prototype version of the repository, except for search time, results indicate that the treatment group comprehensively outperformed the control group. We believe that the effects of the full-scale component knowledge-based repository will be even greater in enabling users and analysts to find the needed components.
Third, for large sets of components, manual classification would be time-consuming and expensive. One possible solution might be to develop methods for automatically indexing (coding) the component specification 2 crafted by the component developer according to the proposed C&C scheme. The development of such an approach is one of the possible extensions of this work.
Fourth, the proposed scheme could be extended by including additional details such as components' performance, processing and storage capacity requirements, and the generated network traffic. These issues might be relevant to those involved in application deployment. Nonetheless, our proposed C&C scheme can be extended easily to classify additional component details for special purposes as needed.
Finally, as the size of component market increases and as the component-assembly approach gains more popularity in developing business applications, experiential, and metaknowledge bases should be added to knowledgebased component repositories in order to enhance the effectiveness and intelligence of component selection for assembler and user communities. Ease of access to needed components will certainly contribute to the promotion of component-assembly approach. . For more information on this or any computing topic, please visit our Digital Library at http://computer.org/publications/dlib.
