The electronic control unit (ECU) in electrical powered hybrid and fuel cell vehicles is exceedingly complex. Rapid prototyping control is used to reduce development time and eliminate errors during software development. This paper describes a high-efficiency development method and a flexible tool chain suitable for various applications in automotive engineering. The control algorithm can be deployed directly from a Matlab/Simulink/Stateflow environment into the ECU hardware together with an OSEK real-time operating system (RTOS). The system has been successfully used to develop a 20-kW fuel cell system ECU based on a Motorola PowerPC 555 (MPC555) microcontroller. The total software development time is greatly reduced and the code quality and reliability are greatly enhanced.
Introduction
Recently, electrical powered hybrid and fuel cell vehicles have received more attention because of the demands for reduced emissions and improved fuel economy [1] . The fuel cell system is one of the most important components in the power train of a fuel cell vehicle, and the electronic control unit (ECU) plays a key role in this system.
To take advantage of the ease of use and flexibility, the control algorithms are increasingly being designed using graphical model-based development environments, such as Matlab/Simulink/Stateflow (product of Mathworks). This paper refers only to Simulink but the other environments are similar. The key factor for improving the design efficiency is to make the whole software development process, from Simulink to ECU hardware implementation automatical and flexible.
Many integrated development systems and methods have been developed to solve this problem, but unfortunately most of them are only used for prototype development on specific hardware, such as the dSPACE system [2] [3] [4] [5] . Although some generalized production implementation methods have recently been developed, such as TargetLink, they are not flexible enough to suit all kinds of applications, microcontrollers, and RTOSs in automotive electronics [6] [7] [8] [9] . This paper describes a software development method that can be used for both prototype development and production implementation. The rapid prototyping is used in the prototyping development stage. In the production implementation stage, a flexible and configurable method is introduced to automatically deploy the Simulink-model into the ECU. The rapid prototyping and the automatic code generation not only reduce the development time, but also greatly enhance the code quality and reliability. A highly automatic tool chain is developed based on the Simulink environment, which allows the control algorithm to be deployed from the Simulink-model directly to the ECU hardware running an OSEK real-time operating system (RTOS). The parameters of the control algorithm can be monitored and modified online using a PC with test and calibration tools.
System Development Method
The software development flow diagram is shown in Fig. 1 . The structure can be divided into the prototype development stage, the production implementation stage, and the test and calibration stage. In the prototype development stage, the control algorithm model is simulated in a Simulink environment on PC or rapid prototyping (RP) target. After the algorithm model is verified, the code generation tool is used to convert the model to code. A software runtime environment needs to be built to ensure that the algorithm and other code can be reliably run in real-time. In the test and calibration stage the control algorithm parameters can be monitored and modified online using a PC. The control target is the fuel cell system. As shown in Fig. 2 , the fuel cell system includes the fuel cell stack, the air system, the hydrogen system, the thermal control system, the water management system, and the electrical system [10] .
With RP, the model can be rapidly implemented on the target hardware without specific concerns for the implementation details. Table 1 lists several ways to achieve rapid prototyping development in Simulink [11, 12] . Comparison of these rapid prototyping targets shows that the dSPACE target is the most powerful, although it is also costly. If the hardware differences between the PC and the microcontroller are not important, the xPC target is the most economical target. The MPC555, C166, and HC12 microcontrollers are all supported by Simulink, so the model can be directly downloaded into the hardware. However, the debugging and monitoring systems are not as powerful as those for dSPACE.
ECU for Rapid Prototyping
The ECU, which controls the whole system, plays a key role in the fuel cell system. The system conditions, such as the temperature and These signals drive the actuators, such as solenoids and valves that control the system. The fuel cell system ECU also communicates with other ECUs, such as the vehicle control unit, via the vehicle CAN bus.
1) Hardware system The ECU hardware system includes the digital core module and the drive module. The digital core module was developed based on the Motorola PowerPC 555 core, which includes extended memory, BDM, a configuration module, a double RS232 interface, and a double isolated CAN interface. The drive module provides general purpose I/O, AD/DA, PWM, etc. The exact drive module contents depend on the specific requirements for fuel cell control. Table 2 gives some examples of ECU devices and interfaces. These two parts can be designed together to save time. Moreover, the digital core module can be reused on other ECU devices to reduce cost. Each additional part must be designed carefully to enhance the EMC. The A/D module interfaces with a 2nd-order Butterworth filter for each channel, and the I/O modules are all isolated by optocouplers/optoisolators. OSEK/OS was used in the ECU system to enhance task scheduling. OSEK is the real-time operating system standard for automotive electronics which is widely used in the automotive industry. It defines several basic elements to describe the system function: task, interrupt service routine (ISR), resource, event, counter, alarm, and message [13] . The relationships between these elements in this application are illustrated in Fig. 3 . The OSEK RTOS can be configured visually with the OSEK configuration tool, as shown in Fig. 3 .
Fig. 3 Relationships between OSEK elements 3 Fuel Cell System Model
The first step in the development process is to use Simulink to develop a model. The fuel cell system model was built by connecting the controller with the other system component models, such as the fuel cell stack and the pressure regulator. Figure 4 shows the fuel cell system model used for the simulation. Figure  5 shows the fuel cell controller model.
Next, a set of I/O blocks was built using s-functions in Simulink. Two different sets of s-functions were needed. One set was used in the simulation. The signal cannot be acquired directly from the real sensor in the simulation; so the source block connected to the input is used to simulate the signals. They were then simply connected to the outputs of the plant model blocks during the simulation. The other set was used for the final code compilation and directory linkage. The generated code of these I/O blocks requires input from real signals from the sensors as the real signal input blocks in the code generation. Thus, the same model can be used both in the simulation and the code generation process.
The sensor/actuator blocks were built by assembling the I/O blocks. These I/O blocks together with the other blocks, such as the data diagnosing block and the control state flow block, are shown in the fuel cell controller model in Fig. 5 .
In general, the fuel cell system has four stages: init, shutdown_waiting, FCS_start, and running. The system enters the initial state after power on. Some initialization and diagnosing operations are performed in this state. After a successful self-check of the system, the system enters the shutdown_waiting state. The hydro-nitrogen replacement job is performed in this state. After the start_key signal is sent out, the system enters the FCS_start state. The outputs of the ECU are then sent to the actuators to start the fuel cell system. After the system successfully starts it enters the runnig state. In this state the system is controlled by the ECU running algorithm. If any errors are detected the system returns to the shutdown_waiting state. This complicated system state identification can be described easily by a stateflow tool, as shown in Fig. 6. 
Implementation Simulink Model into ECU Production
The controller prototype was designed after modeling and simulation. The prototype does not take into account cost and reliability issues, but was just used for simulations. The Simulink model has to be implemented into the hardware of the production ECU. The implementation process can be divided into two steps: building the software runtime environment and code generation.
Building the software runtime environment
The software runtime environment is comprised of two parts, the OSEK RTOS and a device driver, as shown in Fig. 7 . The OSEK RTOS manages the CPU, the memory, the interrupt, and the microcontroller clock to provide a multi-tasking robust real-time runtime environment for the ECU programs. A set of device drivers is used to provide the application program interface (API) for the microcontroller's I/O peripherals, such as the CAN, serial communicate ports and A/D. 
Code generation
As mentioned in Section 3, the ECU has a periodic function and event-driven functions. In the periodic function, the algorithm alarm, which uses a system counter as a time base, sets the algorithm events at certain periods, in parallel with the simulation step in Simulink. Each algorithm event can activate an algorithm task. The task must first get the corresponding actuator resource, whenever it needs to drive the actuator [13] to eliminate deadlocks or priority inversion problems. The algorithm task content is directly generated from the Simulink model. In the event-driven functions, messages received via the CAN bus will generate a CAN interrupt, which causes the RTOS to run the interrupt service routine (ISR) to handle the message. Hand written C codes were directly used to program ISR to improve flexibility and efficiency.
The controller block in the model was built using the embedded target for the MPC555/algorithm export (mpc555rt) toolbox or the embedded coder target (ERT) toolbox. Several C code files were generated which were compiled together with the Simulink library, ensuring that the program routine calls the initialization function at system startup and calls the step function in the algorithm task. Then the code was compiled and downloaded to the ECU which was then able to control the fuel cell system.
Testing and Calibration
When the ECU is used to control real system, the ECU must be accessible by testing equipment. The parameters stored in the ECU non-volatile memory, such as flash memory, must be modifiable online. The Motorola PC master tool allows communication with the ECU online through the RS232 port. Figure 8 shows a typical report from the PC master. The three main functions are the scope, the recorder, and the command. The scope window shows all the variables running in the ECU on the PC screen either numerically or graphically and enables direct modification of these variables. The command tool is used to execute commands stored in the ECU. Although this tool is designed for MPC555, it can be easily ported to other microcontrollers and provides several APIs for further development. The control system was verified on fuel cell test equipment at Tsinghua University. The fuel cell stack had 58 single chips provided by Beijing Luneng Company. Figure 9 shows that the hydrogen pressure closely follows changes in the air pressure. As can be seen, the hydrogen pressure control system works very well. Some experiments were also carried out on a controlled fuel cell system to analyze its capability. Figure 10 shows the polarization curve of the fuel cell for pressures of 50, 100, 150, and 200 kPa. 
Conclusions
The software development method presented in this paper was successfully used to develop a 20-kW fuel cell system ECU based on the Motorola PowerPC 555 (MPC555) microcontroller. The control algorithm developed using the high-efficiency tool chain was deployed directly to the ECU hardware. The ECU used a robust configurable real-time software runtime environment based on the OSEK RTOS. Test and calibration tools could monitor and modify the control algorithm parameters online using a PC via the RS232 port. In comparison with traditional software development, the software development time is much fasten and the code quality and reliability are greatly enhanced.
