Although learning in the system dynamics approach is generally accomplished through student model creation, there are many cases where learning may be better facilitated through incorporation of system dynamics models into more guided simulations. A model of simulation design is described and illustrated wherein designers create models in a system dynamics package and then transfer those models into a general instructional authoring system for the addition of instructional support features.
In the system dynamics approach, students learn by modeling, that is, by building simulations. But students may learn not only by creating system dynamics models, but also by using simulations created by other people. In this article I emphasize the second approach. First, I discuss some theoretical issues concerning the characteristics of simulations for different purposes. This includes the building versus using distinction, the degree to which the simulation model is visible, whether the simulation's objectives are procedural or conceptual, and whether the instructional approach is discovery or expository. A primary conclusion of that discussion is that for most purposes, system dynamics models should be enhanced with an instructional overlay, which often requires educational authoring software. Following the theoretical discussion, I illustrate a process of modeling in the system dynamics package STELLA followed by instructional enhancement in the authoring package AUTHORWARE. I conclude with discussion of the generalizability of this approach and some considerations for advancing the field of instructional simulation design.
Building Versus Using Simulations
The most general dimension in the educational use of computer simulation is whether one learns by building simulations or by using existing simulations. System dynamics has historically been based more on the former, students learning by creating simulation models. This is an increasingly popular constructivist approach similar to students learning by creating multimedia, creating expert systems, or writing LOGO programs. This approach is exemplified in the STACI project of Mandinach and Cline (1994) and the work of Resnick (1994) with STARLOGO.
An alternate approach is to give students complete simulations with which to experience, explore, experiment, and practice. This approach accounts for the lion's share of educational simulation. It includes simulations in almost all subject areas and at all educational levels, including elementary, secondary, university, industry, professional, government, and military. The models underlying such simulations may be created by designers using system dynamics software but it is questionable whether such software provides a sufficiently good learning environment for students using the simulations.
Black-Box Versus Glass-Box Approaches
The terms "black-box" and "glass-box" have been used by artificial intelligence researchers (Wenger, 1987) to distinguish programs in which the user sees only inputs and outputs and everything in between is hidden (black-box) versus those programs in which the user also can see how the program works internally (glass-box) to process inputs and generate outputs. For simulations, I use the term analogously to mean those in which the details of the underlying model can be seen by the user (is transparent) versus those in which the underlying model is not seen (is opaque).
In the artificial intelligence field, glass-box has usually had a positive connotation and black-box a negative one, based on the notion that it is better to show learners everything. In the educational simulation field, the opposite is often the case. Instructional simulation has been dominated by two types, those for teaching and practicing complex professional skills (Pappo, 1998) such as flying aircraft (where the inner workings of the device were not the instructional concern) and conceptual discovery simulation , in which the instructional objective is for the user to figure out the underlying model, so that making it visible might be considered counterproductive. Therefore, for many simulations, a black-box approach may be good. Let us continue by considering simulation types and methods and see how they inform the issue of model visibility.
Procedural Versus Conceptual Simulations
An instructional simulation may be classified as teaching about something (conceptual), teaching how to do something (procedural), or a combination of both (Anderson, 1980) . Learning through system dynamics modeling has generally concerned the first type, in which students learn about a system and the rules that govern it by manipulating variables and observing changes, that is, the type of simulation in which the black-box method has been predominant and seems appropriate.
But equally important in education are simulations that teach how to do something or, as is often the case, combine procedural and conceptual objectives. Some procedural simulations teach how to operate or work with a device, such as flying an airplane or fixing its engine. These two examples demonstrate that in some cases, understanding of the underlying model (how the engine works) is necessary (for fixing the engine) and sometimes it is not (for flying the aircraft). Flight simulator programs often include instruction on operation of the controls and navigation systems but not about how they work internally. Although it might be argued that one will be a better pilot if one is familiar with how the devices work, it is possible to fly an aircraft without understanding the engine mechanics or the internal electronics of navigation instruments. In contrast, it is next to impossible to diagnose and fix a faulty engine without a thorough understanding of how the engine works.
It might appear that I am suggesting that conceptual simulations should have opaque models, whereas procedural simulations should have both. In fact, I contend that either type of simulation may be transparent or opaque, as I discuss next.
Discovery Versus Expository Simulations
At the heart of whether to make the underlying model transparent or opaque, more than whether the objectives are procedural or conceptual, is the instructional philosophy being employed. I refer to that continuum with discovery learning at one end and expository learning at the other. Or course, most instruction lies somewhere in between, such as scientific discovery learning or instructor exposition combined with student experimentation. But the more the approach falls toward the discovery end of the continuum, the more opaque the underlying model will be (because the student is supposed to figure it out rather than be told what it is), and the more the approach falls toward the expository end, the more transparent the model will be made. This consideration must of course be tempered by the specific nature of the instructional objectives (e.g., flying vs. fixing an aircraft) but will still be the predominant consideration for the level of model visibility.
Degree of Model Visibility
The black-box, glass-box dichotomy is too simplified, suggesting that a learning environment may have just one or the other. I prefer to think in terms of designing the degree of model visibility based on the above considerations. Some model parts may be visible and some hidden, and the degree of visibility may change or depend on learner progress. Visibility may be provided in different ways, for example, showing the stocks and flows in a flow diagram, showing the underlying equations, or showing a causal loop diagram. Parts of a model may be hidden at some times and made visible at others, depending on particular needs and objectives.
Summarizing to this point, the degree that components of the underlying model are made more or less visible is a function of whether students are building or using simulations, whether a discovery or expository approach is being used, whether the learning objectives are more procedural or more conceptual, and the degree to which we believe that accomplishing the objective depends on understanding the underlying model, such as the internal workings of a device.
Procedural learning may sometimes depend on understanding underlying phenomena and sometimes not (fixing the airplane vs. flying it), and it may be taught with a more discovery approach (typical in a business management simulation) or a more expository approach (typical in a chemistry titration simulation). Similarly, conceptual learning may be designed with discovery in mind (especially when one of the learning objectives is the learning process itself, such as when learning about the scientific method using a simulation of the Mendelian laws of genetics), or conceptual learning may be based on a more expository method, such as when the phenomenon is so complex that discovery of all the system relationships would be impossible. Instead, the larger system is explained and the student learns or practices problem solving by manipulation of the variables, as in the popular SIMCITY and related programs.
A simulation may combine procedural learning and conceptual learning (such as in many medical diagnosis simulations), in which case some parts of the model should be made visible for more expository instruction and other parts left invisible for student exploration and discovery. Thus, a model may be partly visible because only some parts of it, usually the more procedural aspects, are taught or illustrated.
There are different methods by which a model may be made visible. When students learn by modeling with system dynamics software, the model is visible in the form of flow diagrams because the students are actively creating those flow diagrams. When students are developing a model, the flow diagram builds up slowly as the students develop and refine it, so it is generally at the students' level of understanding. In contrast, giving students flow diagrams usually leaps past their level of understanding. Comprehending another person's flow diagram is like trying to understand another person's computer program. It can take a long time, often longer than creating your own.
Although flow diagrams are one way of making a simulation model visible to learners, it is by no means the only way and perhaps is not always a good way, at least in the early stages of learning. Other methods include causal loop diagrams, algebraic representation or verbal explanation of the model, or visualization such as movies and animations of the model's elements interacting and changing. These are examples of what Reigeluth and Schwartz (1989) call the instructional overlay of a simulation. The instructional overlay may include expository presentations such as telling and showing through animation, movies, and voiceover. The instructional overlay may include feedback, hints, or coaching to correct errors, encourage the student in more fruitful directions, or suggest better activities and strategies.
Last, although not my emphasis in this article, there are different times that a model or parts of it may be more or less visible. The notions of dynamic fidelity (Alessi, 1988 (Alessi, , 1995 or model progression (Swaak, van Joolingen, & de Jong, 1998 ) might suggest moving from a more visible to a less visible model as learning progresses, whereas elaboration theory (Reigeluth, 1992) might suggest moving from a less to a more visible model in some cases.
Simulations With Instructional Overlay
Let us consider more fully the notion of instructional overlay by examining SIMFOUNDRY, a simulation developed by students in my simulation design class. Users learn the basic procedures of making steel from iron ore and other materials in a foundry that consists of both a blast furnace and basic oxygen furnace. The procedures include combining the correct quantities of each material (iron ore, coke, water, air) at the correct rate, maintaining a correct range of temperature, removing material from the blast furnace, injecting oxygen in the basic oxygen furnace, and so on. This is largely procedural information as the student operates pumps, valves, and motors to add and remove the materials in a fairly natural time frame, although somewhat speeded up compared to reality.
The simulation model also includes the chemistry of making steel, a complex series of chemical reactions in which iron, hydrogen, oxygen, and carbon are separated and combined. This conceptual information is a collection of several microscopic processes that we do not ordinarily see and that are all occurring at the same time in different parts of the foundry. It cannot be observed in real time because the reactions are occurring very quickly. The designers concluded that nobody would learn either the foundry operation or the chemistry through a discovery process, even a very guided one, in any reasonable length of time. They therefore designed several methods of making different parts of the model visible and understandable to users.
The model, both the chemistry and the operation of controls, is a single system dynamics stock and flow diagram (see Figure 1) . Users are never shown this diagram. Rather, they are taken on a guided tour of the foundry in which things are explained both verbally (text and voice) and visually (animations and movies). The procedural part of the process is taught with a real-time demonstration in which the student observes steel being made as the various input and output controls are manipulated, the temperature and other measurement gauges are seen to change, and an unseen narrator explains the procedure (see Figure 2 ). The conceptual part was taught with animations of iron, hydrogen, oxygen, and carbon atoms combining and separating at different temperatures in different parts of a furnace, accompanied by explanatory text.
Other instructional supports also were needed. The model is complex enough that even after expository explanations and demonstrations, operation of the foundry in real time is difficult. The simulation therefore includes a "coffee break" feature in which everything is stopped (unlike real coffee breaks) allowing the student to relax, analyze the situation, and make decisions. While the simulation is running, a coach observes and may interrupt with warnings or suggestions (see Figure 3) , especially when conditions are such that the blast furnace may shut down (if too cold) or be damaged (if too hot). Students may turn the coach on and off. Via pull-down menus, students also can adjust the speed at which time passes, obtain information about the controls operation or chemical reactions, or ask for operational hints.
Creating the Instructional Overlay for a System Dynamics Model
In the SIMFOUNDRY project, my students used STELLA to prototype and refine a fairly sophisticated foundry model. The flow diagram (see Figure 1) has components representing the chemistry of the blast furnace, the chemistry of the basic oxygen furnace, the operator's controls, and the operator's measurement instruments. Even though STELLA includes some authoring components, it does not have the elements necessary to program a coach; embed questions and associated branching; or include hints, movies, animations, audio, and narration. I therefore advocate creating and refining the model in a system dynamics program such as STELLA and then transferring the model to an educational authoring environment where instructional supports can be added. That process will now be described as involving four steps: (a) modeling in STELLA, (b) transferring the system dynamics model to AUTHORWARE, (c) building the basic simulation interface, and (d) building instructional support features. Step 1: Modeling Figure 1 shows the stock and flow diagram for a foundry. This model includes the blast furnace and the basic oxygen furnace, the materials that are input and output to them (iron ore, water, air, oxygen, coke), various intermediate elements and reactions (iron, carbon, hydrogen), the temperature of various materials, the cost of materials, and money earned from steel production. Many of the elements represent the operator controls in a foundry. For example, the circles for WaterInject (near the top middle) and OreIn (near the middle right) represent the operator controls for amount of water and iron ore, respectively, being injected into the blast furnace. These quantities can be changed dynamically as the model runs. Figure 4 shows a set of sliders that allow dynamic changing of variables as a model runs. The students devoted about 75 hours across 1 month creating and refining this model. Developing and refining such a model in AUTHORWARE would have been exceedingly difficult and slow. STELLA easily creates tables and graphs showing the relationships between input and output variables. Its sensitivity specifications feature allows running the model hundreds of times in an automated fashion, changing values a little bit at a time, to see how sensitive the model is to particular value ranges of particular variables. Changing initial quantities, rates of change, and relationships between variables is quick and easy. A key rule in this step is to completely represent the model with all the inputs, outputs, user controls, and other elements that will be in the final instructional program. A common mistake is to create just a basic model of the phenomenon, omitting some operator control or other minor component, and then moving on to Step 2. The model illustrated in Figure 1 omitted the controls that start and stop the flow of hot metal between the blast furnace and the basic oxygen furnace and the start switch that begins injecting oxygen into the basic oxygen furnace. Even small omissions such as those may necessitate many extra hours of testing and refining in AUTHORWARE, which is poorly suited for that purpose, and possibly having to return to the system dynamics software for further modeling.
When the model in its entirety has been created, tested, refined, and is deemed ready for transfer, the next step may occur.
Step 2: Transferring the Model One of the powerful features of a program such as STELLA is allowing the designer to create a very visual model and then generating a set of equations from which the model is run as a simulation. Those equations are seen in the equation window (see Figure 5 ) and can be copied from that window to authoring applications such as AUTHORWARE or TOOLBOOK. This is not quite as simple as copy and paste. I will describe four substeps: arranging the equations in proper order, copying the equations, building a loop in the authoring environment, and translating equations into code following the syntax of the authoring package.
Arranging the equations. The precise order of a model's equations (executed during each increment of time) is critical. It is a function of how the flow diagram is constructed. When you view the equations window, the equations may be seen in one of three orders: alphabetic order, execution order, or grouped by categories. You must select (as shown in the dialog box in Figure 5 ) to display equations in order of execution, which makes transfer to an authoring package much easier.
Regardless of order, the initialization equations are separated from the run-time equations. The initialization equations, as the term implies, are the initial settings. Those equations and their constituent variables are calculated only once, before the main loop of the simulation starts running. The run-time equations are those within the simulation loop that are recalculated over and over for each increment of time. It is important to note this distinction because when we copy the equations over to AUTHORWARE, the initialization equations must be placed outside of and before the main simulation loop and the run-time equations must be placed within the loop.
Copying the equations. With modern operating systems such as the Macintosh OS or Windows, the copying process is easy because the equations are standard text. The standard operating system features for copy and paste can be used to copy the equations in the system dynamics software (see Figure 5 ) and then paste them in appropriate places in the authoring package. In AUTHORWARE, it would be in calculation icons (see Figure 6 ), whereas in a package such as TOOLBOOK, it would be in a script for a page, button, or other scriptable object.
The important thing to emphasize here is that whereas all equations are displayed together in the equations window, they must go in different places in the authoring package. Initializations will go in calculations before the main loop and run-time equations will go in calculations inside the main loop.
Building a loop. In a system dynamics modeling package, you never need to build a loop. The modeling software automatically generates the main loop, creates and initializes time variables, and then runs the loop incrementing time and recalculating all the other variables repeatedly. With standard authoring tools, you must do these things by hand, which is to say you must create loops and place calculations appropriately in scripts or calculation icons.
The way you program the loop will vary depending on the style of simulation. A main consideration is whether input and output changes occur only before and after the main loop has run through all its repetitions or whether they can occur between individual repetitions of the loop. In what we call a process simulation (Alessi & Trollip, 1991) , the user investigates a phenomenon by setting inputs, running the simulation for some length of time (usually many iterations of the loop), and inspecting outputs when the loop has stopped. That process is done again and again with different inputs, each time resetting time to zero and starting the loop from its beginning. In contrast, in a procedural simulation such as SIMFOUNDRY, the loop is continuously and repeatedly executed while the user changes inputs (such as water, air, coke, iron ore) and as the display reflects output changes dynamically. In other simulations, notably situational simulations such as business or interpersonal simulations, inputs are made, the loop executes one or several times to update variables, and stops. At that time, the user can make new inputs and the loop starts again without resetting the time to zero.
The nature of the authoring software affects how a main loop is constructed depending on these different simulation styles. AUTHORWARE, for example, will not update the display, play sounds, or initiate animations during a calculation icon, even though a calculation icon may have many lines of calculations within. Updates to displays must occur between calculation icons. On the other hand, a loop entirely within a calculation icon (using the loop function) will run many times faster than a loop constructed between calculation icons (which can be done in several ways, including the "go to" function and the decision icon). The same is true for user inputs via buttons, the keyboard, or dragging. User inputs can only occur between calculation icons, not within them. Because process simulations generally do not require input or output change within the main loop, the entire main loop may occur with a series of calculations inside a single calculation icon as shown in Figure 6 . But for a procedural simulation that requires continuous user control and display updating, the loop must be constructed of several calculation and other icons, as shown in Figure 7 .
For programming and debugging purposes, it is useful to note that one kind of output can be made within a single AUTHORWARE calculation icon: output of text to an external file. This provides a method for fast loop execution with output of values during the loop.
Last, whether or not there is dynamic input and output, a simulation loop in AUTHORWARE must include several elements. Before the loop begins, there must be initializations. There must be a loop beginning, the time increment or other loop index must be modified with each iteration, the model equations must be recalculated with each iteration, there must be a method for exiting the loop, and there must be a loop ending that (if the loop has not been exited) branches back to the beginning of the loop for another iteration. These parts are illustrated in the AUTHORWARE calculation code in Figure 7 .
Equation translation. Unfortunately, the style in which equations are represented in the modeling software does not correspond to how they must be represented in most authoring software. Furthermore, many common functions in system dynamics models, such as pulses, delays, normal or Poisson distributions, and steps, are not represented by similar functions in AUTHORWARE. Each must be constructed out of the other building blocks unique to the authoring software. For example, a delay may require an if-then structure within the AUTHORWARE loop, with the delayed event being based on the "if" condition. The AUTHORWARE calculations in Figure 6 demonstrate (in line 12) an if-then condition representing a system dynamics pulse function. A change in variable bonus occurs once every 12 months, representing the change in savings due to a holiday paycheck bonus. In the STELLA equations, this is represented by a pulse function such as Christmas_bonus=PULSE (500, 12, 12) . In AUTHORWARE, it is represented by calculations in an if-then structure.
Once the initializations and loop are built and the equations translated, the simulation model should be retested in AUTHORWARE. If the model was well tested and refined in STELLA, then this step should simply be to test the proper placement of equations and the translation of equation and function styles to AUTHORWARE. The model itself should not need testing. Of course it is often the case that at this or even a later point, a need to change the basic model is discovered. The temptation is to simply change it within AUTHORWARE, but that should not be done. As any simulation builder knows, making even a small change to a model can cause unexpected results; therefore, even small changes require systematic reevaluation of the model, including sensitivity analysis, boundary checking, and the like. This is much better done in STELLA, which has the features needed for good model analysis. If the model needs to be changed, it should be changed and tested back in the system dynamics package. Then the equations can be recopied and translated into AUTHORWARE. Although this may seem tedious, it is essential to avoid creating a faulty model in AUTHORWARE and worse yet not detecting the faults. The tedium can only be properly avoided by creating, testing, and refining the model completely at the beginning of the process.
Step 3: Building the Simulation Interface
The simulation interface includes the controls by which the user manipulates the simulation and the visual or auditory outputs that represent the effects of the simulation. We could also say the simulation interface is the means by which simulation inputs and outputs are made and represented. But it can go beyond basic inputs and outputs. A simulation may have a scenario (Choi, 1997) , such as a case study or a fantasy, that is not essential to the main procedures or concepts but that may be inseparable from the control interface. For example, in a flight simulator, the scenario of flying from Chicago to St. Louis at night and with poor weather is interwoven with using the airplane controls and environmental scenes. A computer simulation also may have controls that are not part of a real device but that are needed for the computer environment, such as a restart capability or volume control. Graphics, tables, numeric readouts, audio, video, or animation may be a part of the output side of the interface.
Although modeling programs such as STELLA make some interface elements easy to create (such as the input sliders in Figure 4 ), full-fledged authoring packages such as AUTHORWARE make creation of more realistic inputs (rotary dials, buttons, typed sentences) and outputs (complex graphics, photographs, movies, animations, speech, music) all fairly easy.
An important and hopefully obvious consideration during this step is that in creating the interface, the model itself (which has presumably been tested and works well) should not be modified. The designer must be careful not to introduce new variables, conditions, or delays or to modify existing ones in ways that change the relationships between inputs and outputs. One way to help guarantee this is to avoid any changes to commands inside the main simulation loop. Wherever possible, the values of model variables should be changed or read outside of the main loop. Figure 3 shows the main simulation interface for SIMFOUNDRY (including some comments from a coach). It displays the blast furnace (in the center) and basic oxygen furnaces (to the left and right of the blast furnace), which change as a function of user actions. Materials can be seen entering and leaving the furnaces, the positions of the basic oxygen furnaces change, and some critical quantities are displayed. In the lower third of the screen are the operator controls for input valves and timers and gauges for the temperature and other important quantities. Controls can be changed by the user at any time and the gauges change constantly in response.
Step 4: Building Instructional Supports
The distinction between the simulation interface and instructional supports is sometimes a fine one. But as a rule, instructional supports include elements such as the following:
• explaining or demonstrating the phenomenon or procedure;
• giving hints and prompts before student actions;
• giving feedback following student actions;
• providing a coach, advice, or help system; • providing dictionaries and glossaries;
• providing user controls not needed in a noninstructional simulation; and • giving summary feedback or a debriefing.
Instructional support features may be implemented as text or hypertext, voice, pictures, sound effects, video, animation, or any combination. All of these types of support may be increased or faded across time, or they may be based on user performance, user choice, or instructor choice.
The amount and design of instructional support will be a function of the instructional philosophy (discovery or expository) and the degree of model transparency that is dictated by that philosophy. But there should always be instructional support. If a discovery approach and less transparency is being used, there may be no explaining or demonstrating the phenomenon and feedback will likely be very natural; however, a coach, help system, or debriefing are likely. In an expository and more transparent model approach, explanations and demonstrations will likely be used up front; feedback will likely be more artificial and corrective; and as a result, there may be less need for coaching, help systems, or debriefing.
SIMFOUNDRY includes many examples of instructional support, a few of which are illustrated here. Figure 8 shows a basic text objectives screen. Figure 2 shows 1 of the 10 screens from the foundry tour in which the overall process of steel making, its chemistry, and the operator controls are explained. Even after the tour, controlling the process is challenging. For that reason, there is a speed control (seen in the menu bar of Figures 2, 3 , and 8) that is available at all times. The simulated foundry actually runs faster than a real foundry (otherwise it would be rather tedious) but a first-time user can understand and handle things much better if the simulation is running a bit more slowly. With experience, the user can speed things up. Why should the user want to do this? Simulations running faster than real time can in fact increase learning and transfer (Guckenberger & Guckenberger, 1996) with the speedup compensating for the loss of performance pressure that occurs in a real environment. Figure 3 shows the appearance of a coach prompting the student that a dangerous situation has arisen that needs prompt action. This feature is under the user's control; clicking the hard hat in the bottom left corner will toggle the coach feature on or off. The summary feedback of Figure 9 is a debriefing that shows the results of a simulation run and gives advice to perform better in the future. All of these instructional support features were fairly easy to implement in AUTHORWARE. In a modeling environment such as STELLA, their implementation in just this way would have been difficult, if not impossible.
Generalizability of the Approach
How generalizable is the approach I have described, that is, modeling in a system dynamics environment followed by developing the instructional support features in a more general authoring environment? To consider that question, we should return to the four main issues with which we started: (a) whether a simulation is more procedural or conceptual, (b) whether a more discovery or expository approach is preferred, (c) whether more transparent or opaque simulation models are being used, and (d) whether students will be building or using simulations.
Even though system dynamics has been applied more typically to simulation of conceptual systems, software such as STELLA has evolved to the point where it also can be used for procedural learning. SIMFOUNDRY has both conceptual and procedural components in its underlying model. STELLA contains the components necessary for modeling both. In recent years, it has added functions for queuing and discrete simulation. Although discrete simulation or finite automata software packages may be better suited for modeling those types of simulations, most do not provide a way to move the model into an authoring package. A particular strength of STELLA is that its equations are available for export, which allows its models to be incorporated into more instructional packages.
Whether a more or less transparent model approach is chosen depends largely on whether an expository or discovery learning approach is desired. Both are accommodated in this design and development approach. Various types of instructional support can make the model visible (showing a flow diagram, explaining a process, or even showing the underlying equations) if desired. If a scientific discovery approach is desired and a more opaque model is therefore used, many instructional supports will still be needed, such as directions, feedback, user requestable help, and coaching. Those features need not expose the underlying model, or at least not do it until a later time such as during a final debriefing phase. To provide quality instructional supports, even those that do not make the model visible, a combination of modeling and authoring software is necessary.
The final issue (building vs. using simulations) is what most limits the generality of this approach. The approach is most useful when students will learn by using simulations. When doing so, they need instructional support of the types discussed. When students will learn by creating simulations, it is not clear that this approach is necessary or even beneficial. The current state of educational authoring software is such that creating, testing, or modifying a simulation model is not very easy. Features for sensitivity analysis are not available, boundary testing is difficult, and creating different types of output (graphs, tables, digital readouts) is neither easy nor flexible. The speed at which AUTHORWARE programs run is too slow to permit efficient modeling. Thus, when the instructional approach is a constructivist one, as in the STACI project using system dynamics, or when students create simulations with finite automata programs such as STARLOGO or COCOA, the modeling packages themselves are currently the best learning environment. If the instructional support features desired cannot be built into those software packages, then they can be provided by print materials or teachers.
Conclusion
The main thesis of this article is that when using simulations for educational purposes, we must include educational support features. Toward that end, I have espoused an approach in which system dynamics modeling software is used in conjunction with authoring software to add the necessary educational supports. One might ask, why use this complex two-package approach at all? Why not just use system dynamics modeling software or educational authoring software? Cannot some instructional support features be created and delivered in modeling software? Cannot a simulation model be created from scratch in educational authoring software?
My answer is a conditional one. If students will be learning by building simulation models, then use system dynamics modeling software. Those packages have the features needed for efficient modeling. Authoring software may allow addition of educational support but will hinder the modeling process. Educational support features may be implemented by teachers or by using print materials.
If students will be learning by using simulations, then this two-pronged development approach is a very useful one. It is possible to do everything in an educational authoring program. The fact that the system dynamics equations can be copied into AUTHORWARE and modified to work there shows that they could have been created there to begin with. However, the modeling process would be so slow and inefficient that poor simulation models would probably result. Similarly, although system dynamics modeling packages do incorporate authoring features for input and output, they do not permit the realistic controls and effects that are possible in authoring software. Neither STELLA alone nor AUTHORWARE alone is sufficient to create sophisticated simulation models, implement effective educational support, and deliver the product in a user-friendly way.
What improvements in authoring and modeling will advance the field of educational simulation? First, software developers must broaden their definitions of simulation. It is common for people to use the term "simulation" as if the type of simulation they are concerned with is the only type. Engineering simulation is quite different than simulations used by teachers or business people. Even educational simulation in different fields is quite varied. Some simulation developers think mostly in terms of discrete simulation, others in terms of Monte Carlo, others finite automata, and others the system dynamics approach. Although system dynamics programs have recently broadened their scope to facilitate both continuous and discrete simulation techniques, they do not provide much support for Monte Carlo or finite automata methods. Although researchers in a particular field may be able to work exclusively with one type of simulation methodology, educators assisting content experts in many fields must have the tools to create simulation models using any of the various simulation methods. The field of educational simulation will be enhanced by broadening packages such as STELLA further to improve the range of model types that can be created.
Last, can educational simulation be facilitated by merging the capabilities of modeling software and authoring software? Clearly, the capabilities of both are needed for development. But integrated software packages generally do not possess the cumulative power of several special-purpose packages. Could a program such as AUTHORWARE incorporate all the modeling functions of a program such as STELLA, or the latter incorporate all the authoring functions of the former? In the long term, those may be possible. In the short term, it is probably better that the programs be enhanced to facilitate their joint use. AUTHORWARE could incorporate a model run-time component and be able to access system dynamics models directly through operating system features such as Apple's Publish and Subscribe or Microsoft's Object Linking and Embedding (OLE). That would enable simultaneous modeling in STELLA and authoring in AUTHORWARE, retaining the most powerful features of each program.
The educational use of simulation is growing and broadening. Students are building and using simulations incorporating both procedural and conceptual objectives and doing so in both discovery and expository learning environments. The concept of model visibility must be seen as more complex than it has been, and the need for instructional supports for all simulation environments must be recognized. For many simulations, instructional effectiveness will be a function of good modeling and good instructional support, and the best way to achieve both is through the combined use of modeling software and authoring software.
