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Tato diplomová práce se zabývá monitorováním počítačových sítí s využitím toků. Popisem
Nemea frameworku, který lze využít pro sestavení komplexního IDS systému pro detekci
síťových útoků. Dále jsou popsány možnosti jak skenovat porty a také SSH protokol, jenž
lze využít pro vzdálené přihlášení do systému, které může být zneužito útočníkem. Tyto dvě
oblasti jsou cílem detekce pomalých útoků, které svým pomalým chováním mohou obejít
existující detekční metody. Navrženým způsobem detekce takových útoků spočívá v použití
informací z posledních několika spojení. Výsledky navržené detekce nad daty ze síťového
provozu jsou dále popsány.
Abstract
This master’s thesis is aimed how can be network traffic monitored using IP flows. The
description of NEMEA framework that can be used to build complex intrusion detection
system. Following chapters describes port scanning methods and SSH protocol which can
be used for remote login to the system, which can be exploited by an attacker. These two
areas are intended to be detected in a slow attack manner, when attacker using low attack
speed, which he can evade multiple detection methods. Proposed method for detection
such attacks is using information from the last few connections. Finally, proposed detection
method results are further described.
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V dnešní době se používá pro zabezpečení sítí či konkrétních počítačů firewall, který po-
skytuje pouze základní ochranu. Provoz, který vyhovuje pravidlům, stále může obsahovat
jednotlivé útoky pro narušení dané sítě (např. DoS, DDoS útoky na webový server, ske-
nování portů, pokusy o vniknutí do systému pomocí SSH útoků atd.). Otázka bezpečnosti
je stále vyšší prioritou. Je tedy potřeba přijít s jiným nástrojem, který tyto nedostatky
odstraní a tím jsou systémy pro detekci průniků (angl. intrusion detection system, IDS).
Jedním z příkladů možného vytvoření komplexního systému pro detekci je framework Ne-
mea vyvíjený pod sdružením CESNET.
Na tyto systémy mohou navazovat systémy pro prevenci průniků (angl. intrusion pre-
vention system, IPS), které umožňují reagovat na zachycené útoky, například blokováním
či filtrováním provozu.
Následující kapitola 2 popisuje co je to IP tok, k čemu je možné ho využít a jak ho
můžeme zaznamenat s pomocí různých protokolů. Kapitola 3 se zmiňuje o vyvíjeném fra-
meworku Nemea sloužící pro vytváření IDS systémů. Zároveň tento framework je využit
v této práci pro detekci pomalých útoků. Kapitoly 4 a 5 popisují, s jakými vybranými bez-
pečnostními hrozbami se lze setkat v takové podobě, které se svým nenápadným pomalým
chováním mohou snažit zmást IDS systémy. Jedná se o skenování portů a útoky na SSH
službu. Další kapitola 6 analyzuje dva dostupné programy pro skenování portů a SSH útoků
v rámci vestavěných časových módů určující rychlost útoků. O tom jak probíhá navržená
detekce útoků, co přijímá za vstupní data a jaká data produkuje na výstupu, se zabývá
kapitola 7. Kapitola 8 popisuje výsledky navržené detekce nad reálnými daty s porovná-
ním s některými dostupnými moduly a programy pro detekci útoků. Poslední 9. kapitola




Úvodem této kapitoly se čtenář dozví co to je IP tok a jeho následující možnosti využití, dále
jeho zachytávání s pomocí různých protokolů, zejména velmi rozšířeného NetFlow protokolu
od společnosti Cisco Systems.
2.1 IP tok
Obecně je tok (angl. flow) definován jako jednosměrná (tedy pro každé spojení existují
dva toky, jeden od klienta k serveru a druhý od serveru ke klientovi) sekvence paketů se
stejnými vlastnostmi procházející pozorovaným bodem v síti za určitý časový interval [7].
Jednotlivými stejnými vlastnostmi se rozumí:
• Stejná zdrojová a cílová IP adresa
• Stejný zdrojový a cílový port
• Číslo protokolu na 3. vrstvě ISO/OSI modelu
Tok kromě výše zmíněných dat obsahuje i další položky viz obrázek 2.1. Jedná se o čas
vzniku spojení, délku trvání, celkový počet přenesených bajtů, paketů a další případné
položky, které nám mohou být při detekci nežádoucího chování užitečné.
Obrázek 2.1: IP tok [3]
Oblast těchto získaných dat nabízí široké možnosti využití:
• Monitorování sítě - S využitím sledování toků lze téměř v reálném čase získávat data
o tom, jaké toky procházejí směrovači a případně jak jsou směrovače využity v rámci
aktuální propustnosti.
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• Plánování a optimalizace sítě - Cílem této oblasti je využití získaných dat pro jejich
následnou analýzu a optimalizaci síťových uzlů či linek mezi nimi. Pokud například
využíváme VoIP (Voice over Internet Protocol) a zjistíme, že daná komunikace pro-
chází přes zatíženou linku či uzel v sítí, čímž dochází k větší latenci, můžeme získané
informace využít v odklonění komunikace přes jiné uzly či navýšení propustnosti mezi
těmito uzly.
• Sledování a analýza aplikací či uživatelů - S využitím získaných dat lze analyzovat
chování aplikací, které jsou například využívány v pracovní době (ICQ, torrenty) či
jiné porušování vnitřních politik firmy. V oblasti monitorování uživatelů lze sestavovat
profily uživatelů na základě toho, kolik dat odesílají či přijímají, navštívené webové
stránky, jejich celková aktivita v daných časových intervalech atd.
• Bezpečnostní analýza v reálném čase - Data z toků jsou využita pro detekci jednot-
livých útoků v reálném čase, jako jsou DoS, DDoS, skenování portů, viry, červy atd.
Tyto detekční mechanismy si musí poradit s tím faktem, že daný obsah paketů toky
neukládají.
• Účtování - Měřením provozu dává internetových poskytovatelům možnost využít data
k fakturování zákazníka na základě počtu přenesených dat v závislosti na konkrétních
službách a časech.
• Ukládání dat - Získané data lze přímo ukládat pro pozdější analýzu a také dle zákona
České Republiky č. 273/2012 Sb. jsou jednotliví poskytovatelé internetového připojení
povinni uchovávat informace o elektronické komunikaci a lokalizačních údajů v délce
6 měsíců [2].
2.2 NetFlow
Jak už bylo řečeno NetFlow je protokol pro sledování IP toků. NetFlow tok je navíc de-
finován i následujícími vlastnostmi: typ služby (Type of Service, ToS) a číslo rozhraní, ze
kterého dané pakety přicházejí [7].
2.2.1 Architektura
Architektura NetFlow se typicky skládá z několika exportérů a jednoho kolektoru. Přesto je
možné se setkat i s M:N propojením, kdy jednotlivé exportéry posílají data více kolektorům
a ty zase přijímají záznamy od více exportérů.
• Exportér je síťové či softwarové zařízení, které monitoruje provoz na sledované lince a
vytváří záznamy o tocích (angl. flow records) z jednotlivých přijatých a zpracovaných
paketů na příslušných definovaných rozhraních. Samotné záznamy jsou ukládány do
cache paměti. U každého záznamu jednou za čas v cache paměti dojde k jeho expiraci
a následnému exportu do příslušného kolektoru. Je využito UDP (User Datagram
Protocol) protokolu, přičemž data jsou odesílána na port číslo 2055, přesto lze využít
i jiných čísel portů.
K expiraci může dojít za následujících okolností:
– Detekce konce toku prostřednictvím nastavených TCP příznaků FIN (konec spo-
jení) a RST (reset spojení).
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– Neaktivní tok, u kterého nedošlo k přijetí nového paketu v určitém časovém
rozmezí (typicky 30 nebo 15 sekund).
– Překročení časové hranice u stále aktivního toku (typicky 5 minut).
– Přeplnění cache paměti.
• Kolektor je zařízení, které přijímá jednotlivé NetFlow pakety z exportérů a ukládá je
do databáze či do souboru na disk. Nad těmito daty lze následně provádět grafickou
prezentaci nebo skriptové zpracování. Jak už bylo zmíněno při přenosu od exportéru
do kolektoru je využito UDP protokolu, který je nespolehlivý a proto může dojít
ke ztrátě některých záznamů. Kolektor tedy nemá možnost znovu případně požádat
o data, které mu nedorazily. Jedná se tedy o pouze jednostrannou komunikaci.
Tradiční architektura (obr. 2.2) předpokládá, že roli jednotlivých exportérů zastupují
směrovače, které kromě své vlastní činnosti zaznamenávají jednotlivé toky. Tato architek-
tura má nevýhodu v tom, že takový směrovač má vyšší pořizovací cenu a plýtvá výpočetním
výkonem směrovače. Na vstupu se tedy často aplikuje vzorkování, kde je zaznamenán každý
n-tý paket. Toto s sebou nese tu nevýhodu, že nemůžeme zaznamenat všechny bezpečnostní
hrozby.
Z výše uvedených důvodů se v poslední době objevují moderní architektury (obr. 2.3),
které využívají NetFlow pasivní sondy. Tato fyzická zařízení jsou specializována na moni-
torování provozu na dané lince a export získaných toků. Je možné je zapojit do libovolného
bodu v síti, přičemž tato zařízení nijak nezasahují do jednotlivých paketů a ani nenarušují
práci ostatním prvkům, proto název pasivní sondy. Exportovaná data jsou následně poslána
přes případnou dedikovanou linku přímo do kolektoru.
Obrázek 2.2: Tradiční architektura využívající směrovače jako exportéry [3]
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Obrázek 2.3: Moderní architektura využívající jako exportéry pasivní sondy [3]
2.2.2 Protokol
Protokol NetFlow [1] se od svého počátku dočkal několika verzí, přičemž některé se na trh
ani nedostaly. Existuje několik verzí NetFlow protokolu, z nichž nejrozšířenější jsou verze 5
a 9, která je upřednostňována před verzí 5. Verzemi 2, 3, 4 a 6, 7, 8 se nemá cenu hlouběji
zabývat, protože ve skutečnosti nepřinesly zásadně nic nového nebo jejich nasazení není
rozšířené.
Verze 5
Hlavním nedostatkem verze 5 je nepodpora zaznamenávání IPv6 toků a případná nepodpora
nových protokolů v budoucnosti bez nutnosti vydat nové verze NetFlow. Jedná se tedy
pouze o fixní formát odesílaných záznamů do kolektoru s nemožností cokoliv nově přidávat
či upravovat. Pro ilustraci si uveďme všechny položky, které verze 5 obsahuje [1]:
• Číslo vstupního a výstupního rozhraní
• Čas začátku a konce IP toku
• Počet bajtů a paketů v toku
• Údaje z IP hlavičky
– Zdrojová a cílová IP adresa
– Zdrojová a cílová port
– Číslo protokolu na 3. vrstvě ISO/OSI modelu
– Typ služby
• U TCP toků sjednocení všech TCP flagů daného toku
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• Směrovací informace
– Číslo autonomního systému zdroje a cíle
– Zdrojová a cílová maska sítě
– Následující uzel (angl. next hop)
Verze 9
S příchodem dalších verzí se masově ujala až verze 9, která zavedla odlišný způsob oproti
verzi 5 a to v zavedení flexibilního formátu jednotlivých záznamů, které jsou posílány od
exportérů do kolektorů [7]. Exportované záznamy se skládají z hlavičky následované jednou
či více šablon a samotnými daty. Šablona poskytuje popis jednotlivých typů položek, ze
kterých se následující datová část skládá. Pokud kolektor neví jak pracovat s některými
položkami (nově definované či proprietární), tak tyto položky ignoruje a dále zpracovává
další části záznamů.
Použitím systému šablon tedy došlo k přidání dalších nových položek, včetně podpory
IPv6 protokolu, multicast toků, IPsec nebo i MPLS (Multi Protocol Label Switching). Navíc
tato verze umožňuje přidávání nových protokolů k zaznamenání v budoucnosti na sondách
bez případného nutného zásahu do samotného NetFlow protokolu. Zároveň je explicitně na
samotných sondách možnost využít filtrování položek, o které máme zájem a také agregaci
záznamů, čímž dochází k redukci přenesených informací ke kolektoru.
2.3 IPFIX
Na základě poslední zmíněné NetFlow verze 9 vznikl nový protokol IPFIX (IP Flow In-
formation Export) [4]. Jedná se vlastně o NetFlow verze 10, které bylo prohlášeno jako
nový standard IETF (Internet Engineering Task Force). IPFIX je více flexibilnější oproti
NetFlow 9, protože jednotlivé používané položky v předešlé verzi jsou pouze takové, které
se nachází v definovaném proprietárním seznamu společnosti Cisco. Jako náhrada byla zvo-
lena organizace IANA (Internet Assigned Numbers Authority), která tyto údaje spravuje1.
V době psaní této práce bylo popsáno celkem 429 položek. Lze také využít vlastních de-
finovaných položek v rámci organizace. IANA přiděluje unikátní čísla těmto organizacím
(enterprise number). Mezi další vylepšení patří, že jednotlivé záznamy z exportérů mohou
být do kolektoru posílány i přes protokoly TCP a SCTP (Stream Control Transmission
Protocol).
2.4 sFlow
Dalším možností, kterou lze použít pro monitorování sítí je sFlow [17]. sFlow je zástupcem
technologie pro zaznamenávání toků ve vysokorychlostních sítí. Z hlediska architektury se
taktéž jedná o rozdělení exportér a kolektor s tím rozdílem, že pro exportér se volí název
agent. Zastaralý RFC dokument [17] z roku 2001 se především zaměřuje na využití růz-
ných přístupů při vzorkování použitých v agentech. Tento přístup je využíván pro zajištění
škálovatelnosti ve směrovačích/přepínačích. sFlow kombinuje čítače rozhraních a vzorky
flow záznamů, které jsou dále jako datagramy zaslány do kolektoru. Aktuální verzí je nyní





Nemea (Network Measurement and Analysis) je framework, jehož cílem je umožnit vznik
systému pro automatickou analýzu dat ze síťového prostředí v reálném čase. Systém se
skládá z jednotlivých oddělených bloků označovaných jako moduly. Tento framework je
vytvářen pod sdružením CESNET. O CESNET dále více v podkapitole 3.3.
Informace o tomto frameworku jsou především čerpány z příslušné technické zprávy [5].
3.1 Modul
Modul je nezávislá pracující jednotka běžící v samostatném procesu, která přijímá na svém
vstupním rozhraní proud dat. Tyto vstupní data mohou být následně ukládány do souboru
nebo databáze, počítány nad nimi různé metody pro detekci známých útoků a anomálií
(události podezřelé z hlediska bezpečnosti [11]), jak z toků, tak agregovanými daty z jiných
modulů. Modul na svém výstupu může tyto zpracované výsledky posílat dál skrze výstupní
rozhraní dalším modulům. Spojením různých modulů lze docílit vytvoření komplexního
systému pracujícího v reálném čase pro analýzu síťového provozu.
Minimalistický příklad Nemea systému lze shlédnout na obrázku 3.1. V tomto případě
jsou propojeny dva moduly pomocí jednoho rozhraní. První modul čte uložený soubor ob-
sahující záznamy jednotlivých toků a posílá je přes své výstupní rozhraní druhému modulu,
jehož úkolem je spočítat celkový počet toků, paketů a bytů. Složitější systém lze shlédnout
na obrázku 3.2. Systém je rozdělen do několika částí, které jsou zodpovědné za různé úlohy.
Vstupem celého tohoto systému jsou IPFIX záznamy získané z jednotlivých exportérů v síti,
jenž jsou zpracovány IPFIX kolektor pluginem. Data jsou následně předzpracována a ana-
lyzována různými moduly, přičemž jednotlivé výsledky jsou agregovány a reportovány.
Obrázek 3.1: Minimalistický příklad Nemea systému o dvou modulech [5]
Jednotlivé moduly lze dynamicky přidávat nebo ubírat ze systému. Po nastartování
nového modulu je pokoušeno automaticky se připojit na specifické výstupní rozhraní jiného
modulu, s kterým má být navázáno spojení. Pokud spojení není v daný okamžik možné
(např. druhý modul není spuštěn), je periodicky pokoušeno o spojení. Podobně pokud
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Obrázek 3.2: Komplexnější Nemea systém o více modulech [5]
dojde k výpadku spojení, modul se automaticky pokouší znovu spojit s příslušným jiným
modulem. Toto chování umožňuje přidávat nebo odebírat moduly a tedy také aktualizovat
různé nové verze modulů za běhu, za cenu malého či žádného dopadu na zbytek systému.
To, že Nemea systém je modulární systém s sebou nese i několik dalších výhod, než
některé už výše zmíněné. Jelikož jsou jednotlivé moduly oddělené části celého systému,
lze analyzovat jejich požadavky z pohledu spotřebovávaných zdrojů operačního systému,
což by v případě jednoho procesu, který by obstarával celý systém, nebylo tak jednoduché.
Dále v případě, že u spuštěného modulu, dojde k nenávratné chybě (např. porušení ochrany
paměti, angl. segmentation fault) vedoucí k jeho ukončení, nedojde k následné havárii celého
systému. Jednotlivé moduly lze navíc psát ve více programovacích jazycích. V současné době
jsou podporovány tyto jazyky: C, C++ a Python.
Všechny vstupní a výstupní rozhraní modulů jsou pouze jednosměrné přenosy dat indi-
viduálních typů záznamů (např. flow záznamy nebo informace o detekovaných událostech).
Každá propojená rozhraní více modulů musí mít za účelem správně přijatých a zpracova-
ných dat nastaven stejný formát zpráv, implicitní porovnání se zde neprovádí.
Moduly zpracovávají vstupní data v proudovém formátu, tedy například záznamy jed-
notlivých toků, agregovaná data síťového provozu, entropii adres či portů atd. Nevyskytují
se zde shluky více odesílaných stejných typů dat, tedy za předpokladu, že předchozí modul
neagreguje zpracované výsledky a pak je shlukově posílá, jak je například zobrazeno na
obrázku 3.2.
Tento způsob přináší značnou výhodu nad existujícími způsoby zpracování dat, kdy
data jsou kolektorem ukládána do speciálních souborů, od sebe oddělených v 5 minutových
intervalech, které jsou následně poslány ke zpracováním jednotlivým metodám. V případě
Nemea frameworku není potřeba čekat po zpracování jednoho přijatého toku na další várku
dat, která může přijít až za několik minut v případě kompletního ukládání celého 5 minuto-
vého intervalu, což může mít důsledek pomalejší detekci útoků/anomálií a následné reakci
síťovým operátorem na tyto události, které už mohly přestat a způsobit v horším případě
nějakou škodu.
Z pohledu flexibility je možné zaměnit modul pracující jako kolektor modulem, který čte
data ze souboru a tyto přečtené uložené toky posílá ostatním detektorům za předpokladu, že
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chceme například testovat novou verzi detekčního modulu nad stejnými daty, nad kterými
proběhla předchozí evaluace a zjistit, zda daná modifikace detekčního modulu opravdu
přináší nějaká zlepšení. Dalším příkladem může být připojení generátorů útoků do reálných
dat nebo do dat čtených ze souboru a následnou analýzou jednotlivými moduly, přičemž
vstupní data jsou před samotným odesláním detektorům sjednocena jiným modulem. Tudíž
detektor nepotřebuje navíc vstupní rozhraní, kterým by mu byla přeposílána vygenerovaná
data. Toto je znázorněno na následujícím obrázku 3.3.
Obrázek 3.3: Příklad dvou typů zapojení modulu pro generování útoků s následným sjed-
nocením vstupních proudů dat posílaných detektorům. Vlevo jsou vygenerovaná data při-
dávána k aktuální zaznamenané komunikaci. Vpravo ke komunikaci uložené na disku [5]
Je potřeba poznamenat, že Nemea je pouze framework poskytující vysoko-úrovňový
koncept, přičemž nejdůležitější částí je TRAP knihovna a UniRec formát přeposílaných dat
mezi moduly, o čemž je následující podkapitola.
3.2 TRAP
TRAP (TRaffic Analysis Platform) je platforma, implementovaná jako knihovna libtrap,
jenž je součástí Nemea frameworku, která slouží pro rychlé datové přenosy a je také zodpo-
vědná za správnou funkčnost vstupních a výstupních rozhraní jednotlivých modulů, včetně
už výše zmíněného automatického připojování.
3.2.1 Komunikační vrstva
Nemea moduly používají komunikační rozhraní implementované libtrap knihovnou. Komu-
nikační rozhraní je reprezentováno sdíleným objektem zvaným libtrap, který je přilinkován
při kompilaci do každého takového modulu. Architektura této knihovny je vyobrazena na
obrázku 3.4.
Libtrap zprostředkovává modulům API pro jejich vzájemnou komunikaci skrze vstupní a
výstupní rozhraní (libtrap IFC). V současné podobě jsou implementovány tři typy rozhraní:
• Nejpoužívanější UNIX socket pro lokální komunikace.
• TCP/IP pro komunikaci mezi moduly, které jsou rozprostřené na více rozdílných
zařízeních.
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Obrázek 3.4: Architektura libtrap knihovny [5]
• Komunikace s využitím sdílené paměti.
Poslední popsaná možnost, tedy využití sdílené paměti, podporuje propojení pouze dvou
modulů na rozdíl od UNIX socketu a TCP/IP spojení, které mohou fungovat jak v režimu
1:1, tak i 1:N.
Jednotlivá použitá rozhraní jsou definována při spuštění jednotlivých modulů, typicky
pomocí příkazové řádky, tudíž změna typu používaného rozhraní nevede k nutnosti znovu
překompilovat zdrojové kódy modulu.
Knihovna libtrap je přímo zodpovědná za automatické navazování spojení při startu
modulů a čekání na nové spojení na výstupním rozhraní. Dále také za automatické znovu
navázání spojení v případě dočasného výpadku.
Zároveň je poskytována vrstva pro vyrovnávací paměť (buffering) pro odesílání a příjí-
mání zpráv. Tato vrstva je dostupná pro všechny tři typy rozhraní. Pokud nemá programá-
tor zájem o bufferování zpráv z důvodů potřebné rychlé reakce na urgentní zprávy (např.
zjištění informací z minulosti o daném hostu) nebo odesílání zpráv o poplachu, které nemusí
nastávat v časté míře, je možné tuto vrstvu vypnout.
Nad bufferovací vrstvou existují bloky, které umožňují ovládat chování nižších vrstev.
O automatické vyprázdňování bufferu (odesílaní dat) po určitém definovaném čase se
stará blok Auto-Flush, který zabraňuje stárnutí zpráv, které by byly jinak poslány až v pří-
padě naplnění bufferu. Tento blok podporují pouze výstupní rozhraní.
Blok TimeOut se stará o timeouty (vypršení časovačů) u čtení a odesílání dat. Exis-
tují čtyři typy: čekání (WAIT), nečekání (NO WAIT), poloviční čekání (HALF WAIT) a
vlastní definované čekání. První varianta čeká, dokud nedojde k odeslání/přijetí zprávy na
daném výstupním/vstupním rozhraním, během této doby blokuje další běh modulu. Opa-
kem tohoto přístupu je druhá varianta, během které je taktéž pokoušeno o odeslání/přijetí
zprávy s tím rozdílem, že pokud žádná zpráva/přečtena na daném IFC rozhraní, je vrá-
cena chyba, tedy chová se jako neblokující funkce modulu. Další přístup funguje tak, že
čeká podobně jako WAIT varianta pouze pokud je k výstupu připojen jiný modul. Pokud
k rozhraní není nikdo připojen, funguje jako NO WAIT. Poslední typ umožňuje čekání po
určitou uživatelem definovanou hodnotu.
Posledním blokem je Multi-Read, umožňující modulům, které mají více vstupních roz-
hraní, čtení ze všech rozhraní paralelním způsobem najednou.
A posledním vrstvou je API vrstva, která umožňuje přistupovat k jednotlivým následu-
jícím vrstvám a jejich blokům.
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3.2.2 UniRec
Data se mezi jednotlivými moduly posílají ve formátu zpráv a to ve flexibilním formátu
zvaném pod zkratkou UniRec (Unified Record). UniRec byl navržen a implementován na
základě tří požadavků:
• Formát musí být flexibilní a tedy umožňovat dynamické přidávání dalších typů zpráv.
• Malá paměťová náročnost zpráv.
• Rychlá manipulace s jednotlivými položkami ve zprávě.
Každý UniRec záznam se skládá z několika položek, které jsou definovány jménem a
typem. Více položek následně tvoří šablonu. Šablona pro použití je následně specifikována
pouze výčtem jednotlivých názvu položek či jejich aliasů, tedy zástupných jmen. Jako pří-
klad vyberme alias BASIC FLOW viz ukázka 3.1, který se skládá z následujících položek,
jako jsou zdrojová a cílová adresa, zdrojový a cílový port, použitý protokol, počet paketů
a bajtů, čas prvního a posledního výskytu paketu v daném toku a TCP příznaky.
@BASIC FLOW=SRC IP , DST IP , SRC PORT, DST PORT, PROTOCOL, PACKETS,
BYTES, TIME FIRST , TIME LAST, TCP FLAGS
Ukázka 3.1: Alias BASIC FLOW a jeho položky
Jednotlivé UniRec záznamy jsou uloženy v paměti nebo poslány skrz rozhraní, přičemž
vypadají jako C datová struktura, tedy jednotlivé položky jsou uloženy jedna po druhé
bez dalších jiných dat. UniRec navíc také podporuje dynamické položky s proměnnou dél-
kou. Tyto položky jsou uloženy na konci záznamů, přičemž jsou uloženy offsety, kde dané
části položek končí. Příkladem uveďme UniRec zprávu s rozšířeným typem BASIC FLOW,
zobrazenou na obrázku 3.5, sestávájící jak ze statických tak i dynamických položek.
Obrázek 3.5: Příklad UniRec rozšířeného BASIC FLOW záznamu sestávající jak ze static-
kých, tak dynamických položek [5]
Při vytváření vlastních šablon není potřeba brát v potaz pořadí jednotlivých definova-
ných položek při specifikaci. Samotné pořadí v záznamu je dáno na základě tří pravidel,
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která jsou zároveň patrná na předchozím obrázku 3.5:
• V první řadě jsou statické položky, následované offsety dynamických položek, ukončené
samotnými hodnotami dynamických položek.
• Statické položky jsou seřazeny podle jejich délky v sestupném pořadí.
• Položky se stejnou délkou jsou seřazeny abecedně.
Programátor daného modulu nemusí ručně zpracovávat jednotlivé přijaté zprávy a vy-
tahovat z nich data jednotlivých položky. K přístupu slouží makra, která čtou (případně
zapisují) hodnoty jak statických, tak i dynamických položek.
3.3 Vývoj a nasazení
Nemea je vytvářena pod sdružením CESNET1, které bylo založeno vysokými školami a
Akademií věd České Republiky. Cílem tohoto sdružení je výzkum a vývoj v oblasti in-
formačních a komunikačních technologií, budování a rozvoj CESNET2 sítě pro výzkum a
vzdělání.
Nemea je nasazena a vyvíjené moduly jsou testovány na datech ze sítě CESNET2. Tato
síť viz obrázek 3.6 je propojena s externími linkami vedoucí do zahraničních výzkumných a
vzdělávacích sítí (obdoba CESNET) a také přímo do samotného internetu. Na jednotlivých
externích bodech, o maximální propustnosti 10 až 40 Gbps, jsou umístěny měřící body
zodpovědné za sbírání flow záznamů.
Obrázek 3.6: Mapa CESNET sítě s vyznačenými externími linkami




Tato kapitola pojednává o problematice spojené se skenováním portů. V úvodu této části
je definováno, co se skrývá pod pojmem port a skenování a k čemu je využíváno. Další
části pojednávají o typech jednotlivých útoků a o nejznámějších skenovacích technikách, se
kterými se lze setkat. Předposlední část této kapitoly se věnuje některým pracím v oblasti
detekce skenování portů, tato část je následována lehkým zmíněním o populárním nástroji
pro skenování portů Nmap.
Informace z prvních třech podkapitol jsou čerpány z prací [6, 14].
4.1 Co je skenování a port
Skenování portů (angl. port scanning) využívá útočník pro své potřeby. Účelem této akce
je aktivní snaha získání informací o dané síti, její topologii, aktivních zařízení, běžících slu-
žbách a aplikacích na konkrétních síťových zařízení. Tyto získané informace může útočník
dále využít ve svůj prospěch, například v aplikování dalších typů útoků na už konkrétní
služby viz obrázek 4.1, který popisuje typický postup útočníka, přičemž skenování je jeho
nedílnou součástí. Opačným přístupem aktivního skenování je využití odposlechu (angl.
eavesdropping). Jedná se o situaci, kdy útočník pouze zachycuje veškerou komunikaci mezi
obětí a jejím cílem. Nachází se tedy uprostřed této komunikace (angl. man in the mid-
dle). V tomto případě lze na paketové úrovni zachytávat hesla služeb, které jsou odesílána
v nezašifrované podobě (např. Telnet).
Přesto samotné aktivní skenování sítě nemusí automaticky znamenat útok. Tyto zís-
kané informace může využít i síťový administrátor v identifikaci případných slabých míst,
které jsou následované aplikací různých bezpečnostních akcí pro zmírnění či eliminaci pří-
padných hrozeb. Lze se také setkat s případy, kdy některé síťové počítačové hry mohou při
svém spuštění či na příkaz uživatele kontaktovat více různých herních serverů, dále také
webové stránky mohou obsahovat různé elementy (reklamy, skripty, grafické elementy atd.)
umístěné na různých serverech. Když prohlížeč načítá stránku, pokusí se vyhodnotit DNS
dotazy na získání lokace daných elementů, které mohou být následně staženy [20]. Tyto
dvě akce se projevující nárazovým spojením s více stanicemi, což některé starší detekční
metody mohou mylně označit jako skenování portů.
V převážné většině jsou jednotlivé zařízení, na kterých běží různé služby, připojeny do
počítačové sítě, využívající TCP nebo UDP porty pro vzájemnou komunikaci.
Existuje celkem 65 536 portů na těchto protokolech, které lze rozdělit do tří skupin
podle jejich rozsahů:
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Obrázek 4.1: Typický postup útočníka, kde skenování portů zaujímá nedílnou součást
• Dobře známe porty (angl. well known ports) v rozsahu 0 až 1 023, které jsou
vyhrazené pro nejběžnější služby
• Registrované porty v rozsahu 1 024 až 49 151
• Dynamické a privátní porty v rozsahu 49 152 až 65 535
Než přejdeme k samotnému rozdělení útoků do jednotlivých skupin, je potřeba si také
definovat, jak jednotlivé stanice odpovídají na přijaté požadavky a podle čeho útočník
vlastně určí, v jakém stavu se daná konkrétní stanice a její port nachází. Skenovaný port
se může nacházet ve třech stavech:
• Otevřený port značí, že pod daným portem se nachází určitá služba, která může
být využita pro komunikaci s daným zařízením.
• Uzavřený port značí, že na dané stanici, pokud je aktivní, se pod určitým portem
nevyskytuje žádná běžící služba.
• Filtrovaný port značí, že nepřišla žádná odpověď. Je to z toho důvodu, že cílová
stanice buď neexistuje, nebo byl firewallem filtrován požadavek nebo příslušná odpo-
věď.
4.2 Dělení síťových útoků
Samotné skenování lze rozdělit do několika skupin na základě cíle, zdroje a použitého pro-
tokolu. V případě rozdělení podle cíle se jedná o tyto tři typy útoků: vertikální, horizontální
a blokový sken. Grafické znázornění těchto skupin lze shlédnout na obrázku 4.2.
Vertikální skenování je zaměřeno na jednu konkrétní cílovou stanici. Spočívá v získání
informace o všech stavech portů. Mění se tedy pouze cílový port, s cílem vybrat si následně
některou podmnožinu poskytovaných služeb, které jsou následovány dalším konkrétním
útokem.
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Horizontální skenování je využíváno ke zjištění, zda se na skupině zařízení vyskytuje
jedna konkrétní případná zranitelnost (otevřený port), kterou lze následně využít v pokusu
o průniku do systému. V tomto případě cílový port zůstává stejný a mění se pouze cílová
adresa. S tímto typem skenování se v reálném prostředí setkáváme nejčastěji.
Blokové skenování je kombinací předchozích dvou přístupů, kdy je skenováno určité
rozmezí portů (strobe sken) nebo na kompletní rozsah portů na určitých stanicích.
Obrázek 4.2: Základní rozdělení skenování podle cíle
Dále můžeme rozdělit skenování podle počtu účastníků na každé straně. Na následujícím
obrázku 4.3 jsou znázorněny tři kategorie. Jeden na více, kdy samotný útok probíhá z jed-
noho konkrétního zařízení na vícero cílů. Distribuované skenování z více zdrojů na jeden
konkrétní cíl. Důvod tohoto počinu je snaha urychlit skenování daného zařízení s tím cílem,
že je spoléháno, že daná akce nemusí být IDS systémem zachycena. Poslední variantou je
distribuovaný sken na více cílů.
Obrázek 4.3: Skeny podle počtu účastníků. Vlevo jeden na více. Uprostřed více na jednoho.
Vpravo více na více
4.3 Skenovací techniky
Tato podkapitola se věnuje některým skenovacím technikám, se kterými se lze setkat. Tyto
techniky lze rozdělit do dvou skupin, přímé a nepřímé skenování. Přímé skenování značí, že
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útočník se nesnaží zamaskovat svou zdrojovou adresu a dává možnost jednoznačné identi-
fikace odkud útok pochází. Nepřímé skenování je přímý opak, kdy útočník se snaží zamas-
kovat svou pravou zdrojovou adresu.
4.3.1 Úplné TCP skenování
Základem tohoto přístupu je ustanovení úplného TCP spojení pomocí třícestného hand-
shake (potřásání rukou) protokolu [9]. Klient se pokouší o připojení na zadaný cílový port
serveru. Vyšle paket s nastaveným příznakem SYN (synchronizace). Server má nyní dvě
možnosti jak odpovědět. V případě, že je port otevřený (obr. 4.4) je ke klientovi odeslán
potvrzovací paket s příznaky SYN a ACK (potvrzení). Na to klient odpoví paketem s přízna-
kem ACK. Za tímto bodem je počátek komunikace navázán a nic nebrání klientovi posílat






Obrázek 4.4: Úspěšný úplný TCP sken
Pokud na daném portu neběží žádná služba, je zpátky odeslán paket s příznaky RST a




Obrázek 4.5: Neúspěšný úplný a SYN TCP sken
Hlavní důvod, proč využívat tuto techniku spočívá v tom, že není potřeba používat
ručně vyrobené (raw) pakety, lze tedy využít vyšší systémové volání, které nepotřebuje
vyšší privilegia, jako je tomu u dalších technik.
18
V reakci na tento typ skenování si mohou jednotlivé servery ukládat do speciálních
souborů záznamy o připojení, přičemž tyto záznamy mohou napomoci odhalit útočníka.
Nabízí se zde i detekce pomocí analýzy síťového provozu, kdy zdrojový host posílající velké
množství SYN a ACK paketů, ale žádná jiná data, jakmile je spojení ustanoveno.
4.3.2 SYN TCP skenování
Tento typ skenu je také založen na třícestném handshake protokolu jako v předchozím
případě. Rozdíl je v tom, že klient nepotvrzuje, že přijal paket s příznaky SYN a ACK (obr.
4.6), čímž tedy nedojde ke zkompletování handshake procedury. V případě uzavřeného
portu se zde stejně jako u úplného TCP skenování (obr. 4.5) posílá nazpět klientovi paket
s příznaky RST a ACK.
Tato technika je využívána protože si servery ukládají do svých speciálních souborů
pouze úspěšně ustanovenou komunikaci, ale také protože je velmi jednoduchá a rychlá, což
jí činní nejpoužívanější technikou.
V oblasti detekce pomocí analýzy síťového provozu se jedná o zdrojového hosta posílají-
cího velké množství paketů pouze s příznakem SYN, přičemž ani na jeden pokus o navázání




Obrázek 4.6: Úspěšný SYN TCP sken
4.3.3 Inverzní skenování
U tohoto typu skenování se útočník pokouší ”navázat“ komunikaci se svým cílem tak, že
odesílá na dané porty nestandardní pakety s různě nastavenými TCP příznaky. Využívá
se zde nedostatku TCP protokolu. V praxi se můžeme setkat s následujícími odeslanými
pakety:
• FIN: paket má nastavený pouze příznak FIN.
• NULL: u tohoto paketu není nastaven žádný příznak.
• XMAS: v tomto typu jsou paketu nastaveny tři příznaky: RST, PSH (nese aplikační
data) a URG (naléhavá zpráva).
Server na tyto požadavky může odpovědět dvěma způsoby. Příznakem RST v případě, že
daný port je zavřený (obr. 4.7). V opačném případě, kdy port je otevřený, klient nedostane









Obrázek 4.8: Komunikace v případě otevřeného portu u inverzního skenování
operační systémy Microsoft Windows, protože ve všech případech je odesílán nazpět paket
s příznaky RST a ACK.
Tento typ skenování je velmi lehce detekovatelný IDS systémy, protože typicky by ta-
kováto situace, kdy zdrojová adresa začíná komunikaci s nestandardními TCP příznaky
neměla nastat.
4.3.4 Zombie/Idle skenování
Tato technika dovoluje útočníkovi skenovat cíl skrze svého prostředníka, čímž se snaží za-
bránit či snížit šanci o jeho vystopování. Jedná se o nepřímou skenovací techniku. Sestává
se z několika fází. V první řadě musí útočník najít vhodnou stanici, která je neaktivní.
Tedy taková, která neodesílá mnoho paketů a má předpověditelná sekvenční čísla paketů.
Jakmile je takováto stanice nalezena, je pomocí nástroje ping zjištěno sekvenční číslo. Ná-
sledně útočník posílá paket s příznakem SYN (jedná se tedy o TCP SYN skenování) na
skenovanou stanici tak, že změní svoji zdrojovou adresu za svého prostředníka. Skenovaná
stanice v závislosti na stavu portu odpoví paketem s příznaky SYN a ACK, příznakem RST
nebo neodpoví vůbec. Za určitý čas útočník znovu kontaktuje svého prostředníka pomocí
nástroje ping za účelem získání nového sekvenčního čísla. Pokud tomuto prostředníkovi
skenovaná stanice poslala zpět paket s příznaky RST a ACK, tak tato stanice inkrementuje
svoje sekvenční číslo a pošle mu zpátky paket s příznakem RST. V opačném případě, kdy
je přijata odpověď s příznakem RST tento prostředník nijak nereaguje a tedy nemění sek-
venční číslo. Pokud nedojde ke změně předpokládaného sekvenčního čísla během prvního
a druhého ping požadavku útočník pokládá skenovaný port jako otevřený. Je potřeba po-
20
znamenat, že odpověď pomocí nástroje ping zvyšuje sekvenční číslo, tedy útočník s tímto
faktem musí počítat.
Pro získání spolehlivých výsledků je potřeba vybírat svého prostředníka opatrně a sa-
motný sken pro jeden konkrétní port by měl být pro přesnost stavu několikrát ověřen.
Z opačného pohledu IDS systémů je jako útočník velmi často identifikován tento pro-
středník. Pokud je navíc lokace tohoto prostředníka mimo naší monitorovanou síť, je do-
hledání skutečného útočníka velmi obtížné či nereálné.
4.4 Související práce
Existuje několik různých přístupů v rámci detekce skenování portů, přesto velmi malá část
metod se zabývá pomalými útoky. Tato podkapitola představí některé populární a historické
práce.
Network Security Monitor [12] (NSM) je navržen na algoritmickém přístupu a lze
jej považovat jako průkopníka v oblasti detekce pomocí detekčního prahu (angl. threshold
based detection). Tento nástroj se skládá ze tří částí: zachytávání dat, analýza dat a podpora.
Část datové analýzy sbírá data v různých formách, jako jsou statistická (agregovaný síťový
provoz, rozdělení používaných protokolů a distribuce provozu), relační data reprezentovaná
jako spojení mezi dvěma body a jejich vzájemnou komunikací, veškerá přijatá data ze sítě
a jednotlivé poplachy. NSM rozpoznává zdroj jako anomální (podezřelý) pokud je nalezeno
spojení s více než 15 různými IP adresami v rámci nespecifikovaného počtu n paketů. Tato
hodnota se stanovuje v závislosti na dané konkrétní síti.
SNORT [18] je IDS systém pracující na základě detekce signatur, pracuje tedy na pake-
tové úrovni. Kromě skenování portů se věnuje i dalším typům útokům. Využívá preprocesor,
který se z přijatých dat snaží extrahovat skenování portů pomocí TCP příznaků. Ve výcho-
zím nastavení je SNORT nakonfigurován tak, že pro nahlášení poplachu dojde v případě
odeslání SYN paketů minimálně pěti rozdílným IP adresám v průběhu 60 sekund nebo na
20 rozdílných portů v průběhu 60 sekund. Tyto hodnoty lze libovolně měnit a je možné
při zvýšení detekčního prahu odstranit falešné poplachy. Přesto pečlivě zvolená skenovací
rychlost může velmi lehce obejít tento přístup detekce bez zaznamenání.
BRO [16] vznikl ve stejném roce jako předchozí IDS systém. Tato práce je postavena na
předpokladu, že neúspěšné pokusy o připojení jsou lepším indikátorem pro identifikaci ske-
nování. Útočník má většinou malé čí žádné znalosti o dané skenované síti a pravděpodobně
často vybírá neaktivní IP adresy nebo porty, které nejsou aktivní. Detekce tedy spočívá
v počítání počtu neúspěšných pokusů o navázání spojení, jakmile dojde k překročení de-
tekční hranice je vyvolán poplach.
TAPS [19] (Time Based Access Pattern Sequential Hypothesis Testing) přináší jiný
pohled při pokusu odhalit skenování. Autoři vypozorovali, že útočník navštíví více IP adres
oproti portům nebo naopak oproti legitimním uživatelům, tedy IPPORT  1 nebo PORTIP  1.
Samotný algoritmus lze shlédnout na obrázku 4.9 pracující ve dvou fázích. V první se v jed-
notlivých časových úsecích zaznamenávají jednotlivé toky společně s jednotlivými počty
navštívených portů a adres, které jsou ukládány do dočasné paměti. Nad těmito záznamy
jsou ve druhé fázi prováděny operace ohodnocení jednotlivých zdrojových adres, které se
mění v závislosti poměru adres a portů k definované konstantě. Pokud dané ohodnocení
časem přesáhne určitou hranici, je tento zdrojový host zaznamenán jako útočník.
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Obrázek 4.9: TAPS detekční algoritmus [19]
Probabilistic Approach to Detecting Network Scans [15] využívá přístupu za-
loženého na pravděpodobnostním modelu. Pro každou IP adresu v dané monitorované síti
je vypočítána pravděpodobnost P(d|s), která reprezentuje s jakou pravděpodobností zdro-
jová adresa s kontaktuje cílovou adresu d na základě toho, jak často je cílová adresa kon-
taktována jinými adresami P(d). Podobně je to i s jednotlivými porty. Limitace tohoto
přístupu spočívá v tom, že P(d) je získána z předchozí trénovací fáze, která už může obsa-
hovat dané skenování sítě, čímž může nepatrně pozměnit model. Další nedostatek tohoto
přístupu spočívá, že v některých případech může docházet k falešným poplachům, kdy jsou
populární servery více zvýhodněny oproti jiným nepříliš využívaným adresám, tedy může
například docházet k tomu, že legitimní uživatel pokoušející se jednou za určitý čas vzdá-
leně přihlásit na svůj počítač bude označen jako útočník. V poslední řadě je také problém
s určením pravděpodobnosti cílové adresy, která nikdy předtím nebyla kontaktována.
SPICE [20] je jednou z metod, která má za cíl detekci pomalých skenů. SPICE přiděluje
každému paketu anomální skóre na základě pravděpodobností získaných z jeho zdrojové
a cílové adresy společně i s použitými porty. Pro správnou funkci je potřeba uchovávat
pakety ve velmi velkých časových úsecích (dny či týdny). Tyto data jsou shlukována a
následně je využito simulovaného žíhání k nalezení příslušné korelace, která je případně
dále reportována.
MINDS [10] (Minnesota INtrusion Detection System) je jedním ze systémů využívající
NetFlow data na rozdíl od většiny předchozích metod. Z jednotlivých přijatých toků získává
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následující čtyři vlastnosti: pro danou zdrojovou adresu počet unikátních cílových adres, pro
danou cílovou adresu počet unikátních zdrojových adres, počet spojení ze zdrojové adresy
na stejný cílový port, počet spojení na cílovou adresu ze stejného zdrojového portu. Tyto
vlastnosti jsou počítány jak nad oknem o posledních t sekund, ale také nad posledními
n spojeními. Po tomto kroku je zapojen detekční modul pro již známé útoky na základě
signatur, které jsou odfiltrovány z následující analýzy pomocí tzv. lokálního outlier faktoru.
Autoři také uvádějí, že daná metoda dokáže detekovat i pomalé útoky.
4.5 Skenování z pohledu IP toků
Skenování portů se ve statistikách IP toků jeví následovně:
• V závislosti na intenzitě útoku se počet toků od útočníka může různit v daném časo-
vém rozmezí.
• Jednotlivé toky mají nastavené TCP příznaky podle toho, o který útok se jedná
(Úplný TCP, SYN, FIN, NULL a XMAS).
• Z pohledu trvání mají toky žádné nebo minimální trvání.
• Počet paketů se nachází v rozmezí jednoho až dva.
• Počet bajtů na paket se nachází v rozmezí 40 až 80.
• Samotné skenování má zároveň malý dopad na celkový zaznamenaný provoz v daném
časovém rozmezí.
Na ukázce 4.1 lze shlédnout část horizontálního SYN skenování portu, na kterém běží
Remote Desktop Protocol určený pro vzdálenou správu zařízení. Ukázka je získána pomocí
programu nfdump1, který slouží pro zobrazování NetFlow/IPFIX záznamů. Z tohoto výpisu
bylo odstraněno datum útoku a jednotlivé IP adresy byly anonymizovány.
F i r s t seen Duration Proto Src IP : Port Dst IP : Port Flags Packets Bytes Flows
1 5 : 2 8 : 4 0 . 9 8 8 0 .000 TCP A.B.C.D:60257 −> E.F .G.61 : 3 389 . . . . S . 1 44 1
1 5 : 2 8 : 4 3 . 4 4 4 0 .000 TCP A.B.C.D:63523 −> E.F .G.121 : 3389 . . . . S . 1 44 1
1 5 : 2 8 : 4 4 . 9 1 8 0 .000 TCP A.B.C.D:58479 −> E.F .G.89 : 3 389 . . . . S . 1 44 1
1 5 : 2 8 : 4 4 . 9 5 6 0 .000 TCP A.B.C.D:46775 −> E.F .G.126 : 3389 . . . . S . 1 44 1
1 5 : 2 8 : 4 7 . 0 6 4 0 .000 TCP A.B.C.D:61976 −> E.F .G.66 : 3 389 . . . . S . 1 44 1
1 5 : 2 8 : 4 8 . 1 9 4 0 .000 TCP A.B.C.D:58480 −> E.F .G.171 : 3389 . . . . S . 1 44 1
1 5 : 2 8 : 4 8 . 3 8 8 0 .000 TCP A.B.C.D:41130 −> E.F .G.156 : 3389 . . . . S . 1 44 1
1 5 : 2 8 : 4 9 . 2 0 6 0 .000 TCP A.B.C.D:52734 −> E.F .G.32 : 3 389 . . . . S . 1 44 1
1 5 : 2 8 : 5 3 . 6 5 6 0 .000 TCP A.B.C.D:47397 −> E.F .G.66 : 3 389 . . . . S . 1 44 1
1 5 : 2 8 : 5 3 . 6 6 4 0 .000 TCP A.B.C.D:47398 −> E.F .G.232 : 3389 . . . . S . 1 44 1
1 5 : 2 8 : 5 4 . 8 6 9 0 .000 TCP A.B.C.D:52735 −> E.F .G.63 : 3 389 . . . . S . 1 44 1
Ukázka 4.1: Horizontálního SYN skenování portu 3389 z pohledu IP toků
4.6 Nmap
Existuje velké množství skenovacích programů pro koncové uživatele. Mezi nejrozšířenější




ale i další techniky útoků skrze prostředníky. Navíc umožňuje detekci verze daného ope-
račního systému a některých služeb na základě jednotlivých odpovědí. Tento komplexní
program umožňuje dále vytvářet topologii skenované sítě, využívat různé časovače pro zpo-





SSH (angl. Secure Shell) je označení pro program a také zabezpečený komunikační protokol.
Zajišťuje bezpečné vzdálené přihlášení a další služby mezi dvěma počítači přes nezabez-
pečenou síť. Lze jej považovat i jako náhradu protokolu Telnet, který žádnou komunikaci
nešifruje a tedy posílá hesla v nezabezpečené podobě, která mohou být odposlechnuta.
Překonáním SSH může útočník potencionálně získat veškerou kontrolu nad vzdáleným za-
řízením, které může využít v další zákeřné činnosti jak nad daným zařízením, tak i využít
nově získaný přístup pro útočení na jiné systémy.
5.1 Protokol
SSH protokol se skládá ze tří na sebe navazujících hlavních komponent [24]:
• Transport Layer Protocol
• User Authentication Protocol
• Connection Protocol
5.1.1 Transport Layer Protocol
Transportní vrstva [26] je první nízko úrovňová protokolová vrstva zaručující autentizaci
ze strany serveru, integritu a také možnost využití komprese při přenosu dat. Tento pro-
tokol typicky běží přes TCP/IP spojení na portu číslo 22, ale může být využito i jiného
spolehlivého datového přenosu. Každý server by měl mít alespoň jeden vlastní klíč, kterým
se identifikuje pro klienta. Ten následně může určit, zda opravdu komunikuje se správným
serverem a má možnost pokračovat v komunikaci nebo v opačném případě ukončit spo-
jení. Mezi dalšími předávanými parametry patří volba šifrovacích algoritmů, algoritmu pro
výměnu zpráv a použitého hashovacího algoritmu. Tento protokol byl navržen s cílem jed-
noduché a flexibilní výměny výše uvedených parametrů. Předpokládá se, že při navazování
spojení ve většině případů dojde k dvěma round-trip přenosům. V nejhorším případě ku
třem.
5.1.2 User Authentication Protocol
Vrstva autentizace uživatele [25] je prostřední protokolová vrstva, která předpokládá, že
předchozí vrstva zaručuje integritu a důvěryhodnost. Je aktivní, jakmile je ustanovena
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předchozí transportní vrstva. Server začíná komunikaci s hostem a oznamuje mu, jaké au-
tentizace mohou být využity v libovolném pořadí.
Je možné se setkat s těmito základními metodami:
• Public key: Autentizace pomocí privátního klíče daného uživatele. Daný server pro
ověření podpisu musí vlastnit příslušný veřejný klíč daného uživatele. Lze se nejčastěji
setkat s RSA a DSA šifrovacími algoritmy a jejich klíči.
• Password: Autentizace pomocí zaslání hesla uživatele. Server může heslo přijmout,
odmítnout v případě špatného zadání nebo na základě expirace hesla u daného uži-
vatele.
• Keyboard-interactive: Spočívá ve výměně jedné nebo i více zpráv, které obsahují
výzvy k zadání, na které je odpovídáno pomocí klávesnice [8].
• Host based: Klient odesílá zprávu podepsanou soukromým klíčem svého počítače,
server zprávu ověřuje s použitím příslušného veřejného klíče. Po ověření probíhá auto-
rizace na základě uživatelského jména klienta. Tento způsob se nedoporučuje používat
ve vysoce zabezpečených sítích.
• None: Tento způsob je nedoporučován, samotná autentizace probíhá bez zadání ja-
kéhokoliv hesla. Přesto může být využita klientem pro získání seznamu možných do-
stupných autentizací.
5.1.3 Connection Protocol
Vrstva spojení [27] je poslední protokolová vrstva, která běží nad předchozími dvěma zmíně-
nými vrstvami. Zprostředkovává interaktivní vzdálené sezení, vzdálené vykonávání příkazů
a vzdálené přeposílání TCP/IP a X11 spojení.
5.2 Napadení SSH
Pro napadení serveru, kde běží SSH služba, lze využít autentizaci typu password. Po navá-
zání spojení klient posílá své údaje, tedy jeho přístupové jméno, heslo a jako požadovanou
metodu autentizace zvolí výše zmíněný typ. V závislosti na nastavení bude následně umož-
něno klientovi využít danou metodu přihlášení. Pokud je daná metoda možná, přihlašovací
jméno uživatele a jeho heslo je zkontrolováno a rozhodnuto zda se může přistoupit k vrstvě
spojení. Pokud se útočník dokáže úspěšně přihlásit, tak mu nic nebrání vykonávat vzdáleně
další příkazy.
U této volby napadení se lze setkat se dvěma podobnými typy útoků. Hádání hesla hru-
bou silou (angl. brute-force attack) nebo slovníkový útok (angl. dictionary attack). První
způsob útoku může být úspěšný za předpokladu, že heslo je krátké a není složité (různá
kombinace velkých/malých písmen, číslic a jiných znaků). Přesto tento typ lámání hesel
není až tak používán. Uplatňuje se tedy druhý způsob, kdy útočník má seznam možných
uživatelských účtů a korespondující seznam případných hesel. Existuje bezpočet interneto-
vých či vědeckých článků s nejpoužívanějšími hesly uživatelů či zachycená různá zadávaná
hesla do honeypotů1. Ve většině případů jsou tyto zkoušená hesla velmi krátká a nejsou
příliš složitá.
1Návnada pro útočníka, který si myslí, že útočí na reálný systém, přičemž lze následně analyzovat jeho
chování.
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Samotný útok se typicky skládá ze tří částí [13]:
• Skenovací fáze: Jedná se o volitelnou fázi, kterou může útočník přeskočit. Jak už
název napovídá, útočník horizontálně skenuje danou síť a hledá otevřený SSH port.
• Útok hrubou silou: Útočník se pokouší přihlásit na podmnožinu skenovaných cílů
zkoušením různých kombinací uživatelských přihlašovacích jmen a hesel. Větší útok
může připomínat DoS útok. Pro zmenšení šance odhalení útočník muže využít mož-
nosti menšího počtu pokusů za cenu dlouhodobějšího hádání hesel.
• Reziduální fáze: Konečná, z pohledu útočníka úspěšná fáze, ve které probíhá zbyt-
ková komunikace mezi útočníkem a prolomeným cílem.
5.3 Související práce
V rámci detekce útoků hrubou silou jsou nejrozšířenější programy běžící na cílovém počí-
tači využívající SSH logy, které zaznamenávají úspěšné a neúspěšné pokusy o autentizaci.
Tyto programy při dosažení určitého počtu neúspěšných pokusů o přihlášení za určitý čas
blokují všechny další pokusy od útočníka. Mezi příklady těchto programů lze uvést De-
nyHosts2, BlockHosts3, BruteForceBlocker4, fail2ban5 a sshguard6. Thames et. al. [21] za-
vádí distribuovanou architekturu pro prevenci SSH útoků. Pokud host zaznamená útok, je
důvěryhodnému serveru poslána IP adresa útočníka, která je následně předána ostatním
spolupracujícím klientům. Přesto tyto přístupy nelze využít u větších sítí, protože s počtem
hostů lineárně roste složitost samotné administrátorské údržby.
SSHCure [13] je prací, která se zabývá detekcí útoků pomocí záznamů z toků. Každé
z jednotlivých fází útoků přiřazuje určité intervaly, jedná se o počet paketů v daném toku.
Tyto intervaly budou dále rozebrány v další podkapitole. Pokud ve skenovací fázi dojde ke
shodě více jak 200 toků z jedné zdrojové IP adresy za jednu minutu, je zaznamenáno, že
došlo ke skenování. Následující fáze útoku hrubou silou pracuje obdobně s tím rozdílem,
že pokud dojde minimálně ke shodě více jak 20 toků z jedné IP adresy za jednu minutu,
je tento útok zaznamenán. Poslední fáze se snaží identifikovat, zda po úspěšném prolomení
systému dochází k aktivnímu využívání stanice útočníkem nebo zda po útoku se nic neděje
a je spojení udržováno v nečinném módu, kdy nejsou vykonávány vzdáleně žádné příkazy.
Tento způsob detekce je využíván v pluginu pro program NfSen7, který slouží pro detekci
SSH útoků.
Flow-based Brute-force Attack Detection [23] z roku 2013 shrnuje aktuální vý-
zkum v oblasti detekce pomoci záznamů z toků. Kromě detekce podle signatury popsané
v předešlé práci udává příklady použití přístupu na základě podobností (angl. similirity-
based) kde popisují využití distanční metriky v dvojrozměrném prostoru. Je předpoklá-
dáno, že útoky budou na rozdíl od legitimní komunikace sdruženy v klusterech. Dále se
lehce zmiňuje o detekci pomocí časových oken, Fourierovy transformace a změny v entro-









5.4 SSH útoky z pohledu IP toků
Útoky na SSH službu mají z pohledu toků v jednotlivých fázích následující vlastnosti [13,
23]:
• Skenovací fáze je totožná se skenováním portů, které bylo zmíněno v kapitole 4.5
s tím rozdílem, že cílový port je zvolen ten, na kterém běží SSH služba.
• Fáze útoku hrubou silou je v rozmezí 11 až 30 paketů na tok, v ohledu počtu bytů
se jedná o rozmezí 1400 až 5000. Práce [23] uvádí dobu trvání toků v této fáze do 5
sekund, která nesouhlasí s vlastními získanými daty ze sítě CESNET2 viz ukázka 5.1,
přesto tato hodnota mohla být stanovena pouze pro danou počítačovou síť a tedy je
potřeba brát ohled na tuto časovou hodnotu v rámci různých počítačových sítí.
• Reziduální fáze rozlišuje aktivitu útočníka po prolomení systému. Počet paketů nad
14 může značit spojení, které útočník vzdáleně dále používá ve vykonávání různých
příkazů. Počet paketů do hodnoty 8 značí neaktivní spojení z pohledu vykonávání
příkazů.
J. Vykopal ve své disertační práci [22] provedl několik pokusů s legitimním přihlášením
a vykonáváním určité činnosti, jako je provedení dvou příkazů, kopírování jednoho či více
souborů atd., zda nedochází ke shodě s danými výše popsanými intervaly, které by mohly
snižovat účinnost detekce pomocí toků. Ani jedno z testovaných scénárií nevedlo k falešnému
označení.
Jednou z nevýhod pomocí detekce pomocí IP toků je v tomto případě tzv. nataho-
vání toků (angl. Flow Stretching) [23] viz anonymizovaná ukázka 5.2, kdy některé metody
počítají s tím, že dochází k výměně pouze minimálního množství informací při pokusu
o autentizaci. Přesto protokol SSH i některé další umožňují před samotným přihlášením
vyměnit další libovolná data při procesu autentizace, než bude rozhodnuto, zda povolit či
zamítnout přístup do systému. Tyto data následně vedou k nárůstu počtu paketů, bytů a
délky trvání daného toku. Tento přístup tedy vede k tomu, že tato komunikace může být
označena jako zcela platná a tím obejde samotnou detekci.
F i r s t seen Duration Proto Src IP : Port Dst IP : Port Flags Packets Bytes Flows
1 3 : 5 9 : 0 9 . 0 7 4 6 .627 TCP A.B.C.D:41004 −> E.F .G. 7 8 : 2 2 .AP. SF 15 1309 1
1 3 : 5 9 : 0 9 . 0 9 3 6 .577 TCP A.B.C.D:43376 −> E.F .H. 5 0 : 2 2 .AP. SF 15 1309 1
1 3 : 5 9 : 0 9 . 1 3 2 6 .736 TCP A.B.C.D:40406 −> E.F .G. 3 4 : 2 2 .AP. SF 15 1309 1
1 3 : 5 9 : 0 9 . 1 5 8 6 .701 TCP A.B.C.D:58681 −> E.F .G. 1 0 3 : 2 2 .AP. SF 15 1309 1
1 3 : 5 9 : 0 9 . 1 7 0 6 .591 TCP A.B.C.D:46453 −> E.F .G. 9 : 2 2 .AP. SF 15 1309 1
1 3 : 5 9 : 0 9 . 1 7 2 6 .598 TCP A.B.C.D:57682 −> E.F .G. 1 0 1 : 2 2 .AP. SF 15 1309 1
1 3 : 5 9 : 0 9 . 1 7 8 6 .615 TCP A.B.C.D:46545 −> E.F .G. 1 3 2 : 2 2 .AP. SF 15 1293 1
1 3 : 5 9 : 0 9 . 1 9 0 3 .604 TCP A.B.C.D:48555 −> E.F . I . 2 2 2 : 2 2 .AP. SF 16 1497 1
1 3 : 5 9 : 0 9 . 2 0 7 6 .603 TCP A.B.C.D:57740 −> E.F .G. 3 3 : 2 2 .AP. SF 15 1309 1
1 3 : 5 9 : 0 9 . 2 1 3 3 .660 TCP A.B.C.D:46044 −> E.F . J . 1 3 : 2 2 .AP. SF 13 1305 1
1 3 : 5 9 : 0 9 . 2 1 6 6 .616 TCP A.B.C.D:58279 −> E.F .G. 1 0 9 : 2 2 .AP. SF 15 1309 1
1 3 : 5 9 : 0 9 . 2 2 0 6 .594 TCP A.B.C.D:59747 −> E.F .G. 1 : 2 2 .AP. SF 15 1293 1
1 3 : 5 9 : 0 9 . 2 2 6 6 .605 TCP A.B.C.D:43640 −> E.F .G. 5 8 : 2 2 .AP. SF 15 1293 1
1 3 : 5 9 : 0 9 . 2 7 3 6 .625 TCP A.B.C.D:54516 −> E.F .G. 2 6 : 2 2 .AP. SF 15 1293 1
1 3 : 5 9 : 0 9 . 2 7 4 6 .598 TCP A.B.C.D:32965 −> E.F .G. 5 6 : 2 2 .AP. SF 15 1293 1
Ukázka 5.1: SSH útok z pohledu IP toků
28
F i r s t seen Duration Proto Src IP : Port Dst IP : Port Flags Packets Bytes Flows
1 3 : 5 9 : 0 9 . 0 7 4 15 .627 TCP A.B.C.D:41004 −> E.F .G. 7 8 : 2 2 .AP. SF 99 30100 1
1 3 : 5 9 : 0 9 . 0 9 3 10 .577 TCP A.B.C.D:43376 −> E.F .H. 5 0 : 2 2 .AP. SF 47 12581 1
1 3 : 5 9 : 0 9 . 1 3 2 9 .736 TCP A.B.C.D:40406 −> E.F .G. 3 4 : 2 2 .AP. SF 32 8049 1
1 3 : 5 9 : 0 9 . 1 5 8 11 .701 TCP A.B.C.D:58681 −> E.F .G. 1 0 3 : 2 2 .AP. SF 58 10157 1
1 3 : 5 9 : 0 9 . 1 7 0 21 .591 TCP A.B.C.D:46453 −> E.F .G. 9 : 2 2 .AP. SF 119 35083 1
1 3 : 5 9 : 0 9 . 1 7 2 10 .598 TCP A.B.C.D:57682 −> E.F .G. 1 0 1 : 2 2 .AP. SF 40 9309 1
Ukázka 5.2: Ilustrace natahování flow záznamů u SSH protokolu
5.5 Ncrack
Ncrack8 je jeden z nejpoužívanějších zástupců crackovacích programů nejen pro SSH, ale
i několik dalších protokolů. Některé příkazy pro ovládání a funkce jsou stejné jako u pro-
gramu Nmap, protože se jedná o nástroj od stejného autora. Dále také uživateli umožňuje
specifikovat kolik pokusů o přihlášení má na jedno spojení se serverem vykonat. Časové
přednastavené možnosti pro útok jsou prezentovány v následující kapitole. Alternativní






Analýza programů Nmap a Ncrack
Tato kapitola krátce pojednává o časových přednastavených módech, se kterými se lze
v daných programech setkat a také o vlastním pozorování u vyzkoušených SSH útoků
s využitím programu Ncrack.
6.1 Časové módy
Nmap a Ncrack umožňují optimalizovat podle potřeb útočníka rychlost jednotlivých útoků.
Nabízí možnosti vlastní definice od různých časovačů, počty spojení, prodlev mezi jednot-
livými útoky atd. a také už předimplementované časové šablony pod parametrem T, které
jsou následující (seřazeny od nejagresivnějších po nejpomalejší):
• Insane (5) předpokládá využití, kdy host je připojen k velmi rychlé síti nebo je
ochoten obětovat přesnost za cenu rychlosti.
• Aggressive (4) podobně jako předchozí mód předpokládá, že host je připojen k rychlé
a spolehlivé síti.
• Normal (3) jedná se o přednastavený mód, pokud daný parametr T není použit.
• Polite (2) je první pomalejší varianta, jejímž cílem je snížení využívané síťové pro-
pustnosti a také snížení využití zdrojů u cílového zařízení. V případě skenování portů
je rozdíl mezi normálním modem až deseti násobný. Při útoku na SSH bylo zjištěno
čekání 4,5 sekund mezi dalším spojením.
• Sneaky (1) je považován za první možnou variantu vyhýbání se detekce IDS sys-
témům. U skenování portů se mezi jednotlivými pokusy čeká 15 sekund. Při útoku na
SSH bylo zjištěno čekání 7 sekund mezi dalším spojením.
• Paranoid (0) je nejpomalejší mód. U skenování portů se mezi jednotlivými pokusy
čeká 5 minut. Při útoku na SSH bylo zjištěno čekání 10 sekund mezi dalším spojením.
6.2 Analýza SSH útoku
Na obrázku 6.1 lze shlédnout záznam útoku pořízený programem Wireshark1 na SSH slu-
žbu pouze z pohledu útočníka bez odpovědí od cíle. Při této akci bylo programu Ncrack
nastaveno vyzkoušet pouze jedno heslo za spojení. Celkem se tedy jedná o 11 paketů.
1http://www.wireshark.org/
30
Zde se nachází jedna ze slabin detekce útoků z pohledu IP toků popsaná v kapitole 5.4,
která hovoří o minimálně 11 paketech za jeden konkrétní pokus o uhodnutí hesla. Útočník se
po zamítnutí přístupového hesla může rozhodnout (pokud má speciálně upravený program),
že nebude odesílat informace o ukončení spojení se svým cílem, tedy desátý paket s příznaky
FIN a ACK, čímž nebude odeslán ani následující jedenáctý paket. Daný pokus z pohledu
IP toku bude obsahovat pouze devět paketů, čímž může obejít detekci takto stavěných
systémů.




Úvodní část této kapitoly se zaobírá použitými signaturami pro detekci jednotlivých útoků
v IP tocích. Dále jsou popsány vstupní a výstupní části vyvíjeného detekčního modulu
v programovacím jazyce C++ s využitím frameworku Nemea. Následně je popsána samotná
detekce s využitím informací z několika posledních spojení a nepřímá možnost snižování
falešně pozitivních detekcí s pomocí whitelistu.
7.1 Použité signatury pro detekci
Pro rozlišení IP toků, které mohou být útoky a které ne, je využito získaných poznatků
nejen z kapitol 4.5 a 5.4, ale i dalších detekovaných událostí u SSH protokolu s využitím
SSHCure.
7.1.1 Skenování portů
V případě detekce skenování portů jsou v tabulce 7.1 popsány použité vlastnosti při určení
možného skenování portů u daného toku. Je potřeba poznamenat, že se jedná pouze o de-
tekci SYN TCP skenování popsaného v podkapitole 4.3.2. Byla také zvážena možnost, kdy
útočník posílá více paketů se SYN příznakem ze stejného zdrojového portu na jeden cílový
port, tedy že počet paketů není důležitý. Tato alternativa s sebou přinesla velké množství
nových hlášení, přičemž většina detekovaných událostí oproti pouze jednopaketovým byla
ve velké míře falešně pozitivní a z tohoto důvodu se od takové detekce upustilo. Dále také
úplné TCP skenování přinášelo velké množství falešně pozitivních detekcí.
Počet paketů Počet bajtů Příznaky Délka trvání
1 Není důležité Pouze SYN Není důležité
Tabulka 7.1: Vlastnosti z IP toku určené pro rozpoznání útoku typu TCP SYN skenování
7.1.2 SSH útoky
Na rozdíl od skenování portů je situace u SSH útoků složitější a předchozí získané poznatky
je potřeba v některých ohledech upravit.
V průběhu práce byl získán přístup na server sbírající a zpracovávající rychlé útoky
hrubou silou na SSH. Jedná se o plugin SSHCure pro NfSen. Kontrolou některých de-
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tekovaných útoků se přišlo na to, že některé útoky z pohledu IP toků se délkou trvání
nebo minimálním počtem bajtů liší oproti dříve definovaným hodnotám toků, které mají
odpovídat útoku. Jedním takovým příkladem byla vybrána reportovaná událost od hosta
210.51.52.147 útočící na cíl 34.230.76.150 viz obrázek 7.1. V tomto případě je doba trvání
toků, zobrazena ve druhém sloupci, výrazně nad definovanou hodnotou do pěti sekund. Také
celkový počet bajtů v daných tocích, na obrázku zobrazeno jako předposlední sloupec, není
nad uváděnou minimální velikostí 1400 bajtů.
Obrázek 7.1: Část záznamu reálného útoku na SSH službu získaného z NfSen programu
Z tohoto důvodu budou v oblasti detekce SSH útoků použity pro otestování celkem
4 varianty viz tabulka 7.2. Jedná se pouze o upravení dolních hranic u počtu bajtů a
délku trvání toku. Poslední varianta ještě rozšiřuje délku trvání na 15 sekund za účelem
detekce ještě déle trvajícího spojení. Možná varianta útoků skládajících se pouze z devíti
paketů popsaného v předešlé kapitole se neuvažuje a je první možností rozšířením této práce
v budoucnosti.
Varianta Počet paketů Počet bajtů Příznaky Délka trvání
1 11 až 30 1400 až 5000 Alespoň SYN a ACK Do 5 sekund
2 11 až 30 1000 až 5000 Alespoň SYN a ACK Do 5 sekund
3 11 až 30 1000 až 5000 Alespoň SYN a ACK Do 12 sekund
4 11 až 30 1000 až 5000 Alespoň SYN a ACK Do 15 sekund
Tabulka 7.2: Testované varianty určení SSH útoku na základě vlastností z IP toku
Vzhledem ke změně některých parametrů byly provedeny následující operace za cílem
zjištění falešně pozitivních detekcí:
• Vzdálené připojení pomocí PuTTY verze 0.631 s různými chybnými zadanými hesly
následovaným správným heslem.
• Vzdálené připojení pomocí PuTTY a vykonáním jednoho až více příkazů.
• Vzdálené připojení pomocí WinSCP verze 5.5.32 a vykonáním různých příkazů, sta-
hování a nahrávání různě velkých souborů z jednoho či více adresářů.




Tyto výše jmenované testovací případy v převážné většině nevytvářejí odpovídající sta-
tistiku toků, které by vedli k detekci dané situace jako útoku. Problém pouze nastává
u vzdálených úspěšných připojení, kdy se uživatel připojí a nevykoná následně žádnou
další aktivitu nebo se hned odpojí.
7.2 Vstupní a výstupní část programu
Jako vstup daný vyvíjený modul přijímá UniRec záznamy ve formátu COLLECTOR FLOW
viz ukázka 7.1. Jedná se tedy o BASIC FLOW položky viz ukázka 3.1 rozšířené o infor-
mace na jaké lince byl daný záznam toku zachycen a jeho směr dovnitř nebo ven z dané sítě.
Důvod použití tohoto typu záznamů spočívá pouze v tom, že dané kolektory dále posílají
ostatním modulům záznamy v tomto formátu. Případná změna formátu na BASIC FLOW
nemá žádný vliv na funkčnost programu.
@COLLECTOR FLOW=<BASIC FLOW>,LINK BIT FIELD , DIR BIT FIELD
Ukázka 7.1: Alias COLLECTOR FLOW a jeho položky
Předpokláda se, že výstup modulu bude posílán do systému Warden, což je systém pro
výměnu informací o bezpečnostních incidentech v CESNET2 síti. Jedná se o záznam ve
formátu WARDEN REPORT viz ukázka 7.2, jehož položky jsou následující:
• DETECTION TIME je časová známka, kdy došlo k detekci události.
• WARDEN TYPE značí typ události. V případě skenování portů je použita hodnota
WT PORTSCAN, u SSH útoků WT BRUTEFORCE.
• SRC IP určuje, jaká zdrojová IP adresa vyvolala danou událost.
• PROTOCOL protokol, na kterém nastala událost. V obou použitých případech se
jedná o TCP protokol.
• DST PORT číslo portu, na kterém nastala událost:
– Pokud útočník skenuje pouze jeden port, je číslo tohoto portu určeno. V případě
skenování více portů je tato hodnota nastavena na číslo 0 a veškeré skenované
porty jsou posílány až v dynamické položce.
– U SSH protokolu se jedná pouze o port 22.
• EVENT SCALE značí intenzitu události. V obou případech je hlášena intenzita, tedy
počet podezřelých toků od posledního hlášení.
• NOTE je volitelná dynamická textová položka, jejíž použití je následující:
– U skenování hodnota určující počet cílů, na který útočník útočil od posledního
hlášení. Pokud je skenováno více portů, tak následuje výčet daných portů od-
dělených středníkem.
– U SSH hodnota určující počet cílů, na který útočník útočil od posledního hlášení.
@WARDENREPORT=DETECTION TIME,WARDEN TYPE, SRC IP ,PROTOCOL,
DST PORT,EVENT SCALE,NOTE
Ukázka 7.2: Alias WARDEN REPORT a jeho položky
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7.3 Detekční algoritmus
Jak bylo popsáno v podkapitolách 4.4 a 5.3 detekce útoků u jednotlivých metod je pro-
váděna typicky na základě počtu podezřelých toků/paketů za určité časové okno. Pokud
potřebujeme detekovat pomalé útoky, nabízí se možnost rozšířit dobu trvání tohoto ča-
sového okna. Zde nastává pro velmi pomalé útoky problém, že toto okno musí být velmi
dlouhé a zároveň toto řešení zbytečně zaznamenává veškeré záznamy o komunikaci, což
ve vysokorychlostní síti, jako je CESNET2, může znamenat velké množství využití zdrojů
z pohledu operační paměti.
Pro detekci tedy bylo navrženo využití pouze informací z posledních několika spojení od
dané zdrojové IP adresy, na rozdíl od využití velmi dlouhého trvání časového okna. Útok je
také v tomto případě detekován, pokud dojde k překročení určitého počtu podezřelých toků.
Toto řešení s sebou přináší menší využití operační paměti a kromě detekce velmi rychlých
útoků i ty pomalé. Tento způsob detekce má i své nevýhody, že nemusí zaznamenat všechny
rychlé útoky z toho důvodu, když by například byla vhodně proložena podezřelá a neškodná
komunikace od hosta. Zároveň je potřeba implementovat mechanismus zapomínání starších
záznamů, které nemohou být v paměti uloženy po neomezeně dlouhou dobu.
Velikost takového detekčního okna ve vyvíjeném modulu s využitím posledních N spo-
jení je možné specifikovat na základě detekčního módu. Jednotlivá spojení neobsahují kom-
pletní informace o původním toku, ale pouze IP adresu cíle, zdrojový a cílový port společně
s příznakem, zda dané spojení bylo s dalšími údaji (počet paketů, velikost, TCP příznaky
a doba trvání) označeno, v závislosti na detekčním módu, jako podezřelý tok.
V případě skenování portů je potřeba z důvodů šetření operační paměti zavést dvě
různé velikosti posledních N spojení. Minimální velikost je určena pro takové hosty, kteří
neodeslali žádný tok, který by byl označen jako skenování. Pokud u takového hosta dojde
k zaslání toku, který má vlastnosti možného skenování je následně velikost rozšířena. Do své
původní minimální velikosti se může dostat za předpokladu, že host nebyl identifikován jako
útočník (viz následující odstavce) a také, že došlo k úplnému zaplnění možných záznamů a
žádný vnitřní záznam nemá vlastnosti skenování.
U detekce SSH útoků se používá pouze jedna stálá velikost, přesto zde existuje jiná
modifikace v porovnání s detekcí skenování. První spočívá pouze přijímání toků s cílovým
korespondujícím portem 22. Další modifikací je, že před přidáním záznamu do posledních
N spojení je zkontrolováno, zda daný korespondující tok nemá vlastnosti skenování portů.
Kontrola je prováděna na 1 až 2 pakety s příznakem SYN a také na případnou odpověď
k cíli na otevřený port, tedy 2 pakety s příznaky RST a SYN. Pokud se jedná o skenování,
tak takový záznam je zahozen. Důvod spočívá v rychlejší detekci samotného útoku a také
zabraňuje útočníkovi využít způsob vyhnutí se detekce, kdy je prováděno skenování a hádání
hesel zároveň.
Část samotné detekce u skenování portů spočívá v překročení určitého počtu podezře-
lých záznamů. Dále je potřeba odfiltrovat některé hosty, kteří mohou pravidelně kontaktovat
pouze jeden cíl se stejným cílovým portem, takové chování zpravidla nemusí znamenat ske-
nování portů, ale například zjištění, zda cílová stanice a daná služba stále funguje. Zde jsou
následně využity údaje ze všech aktuálních vnitřních záznamů, které jsou zkontrolovány na
počty unikátních výskytů dvojic <cílová IP adresa; cílový port>. Výsledek této operace je
dále porovnán na překročení jiného definovaného prahu. V tomto případě by práh neměl
být stejný jako práh, který vyvolal tuto další kontrolu, ale menší. Důvod spočívá v tom,
že útočník může pro jeden cílový port odeslat dva nezávislé požadavky (různé zdrojové
porty) o zjištění, ve kterém stavu se daný port nachází. V takovém případě si útočník může
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být jistější o získaném výsledku, kdy se například první paket po cestě k cíli nebo zpět
s odpovědí ”ztratil“.
V případě detekce SSH útoků je využito pouze překročení definovaného prahu, další
operace se zde nevyskytují.
Pokud výše zmíněné operace zjistí útok, je taková událost přes výstupní rozhraní na-
hlášena a u daného hosta je nastaven příznak a aktuální čas, že u něj došlo k detekci útoku.
V tomto bodě se pro případné nahlášení pokračujícího útoku musí počkat do vypršení ča-
sovače, aby nebyl modul přijímající výsledky zahlcen každým novým přidaným záznamem,
který by odpovídal útoku. Pokud časovač vypršel je získáno u hosta procentuální zastoupení
záznamů odpovídající útokům vůči všem záznamům. Pokud je procento záznamů menší než
daný práh dojde k detekci konce útoku. Taková situace může nastat, když útočník napří-
klad provádí konkrétní útoky na dané služby po oskenování sítě na příslušných portech
nebo v případě SSH došlo k prolomení hesla. Zároveň existuje další časovač, který prochází
všechny hosty, kteří byli nahlášeni a od posledního přijatého záznamu nedojde k přijetí
žádného nového záznamu, je taktéž detekován konec útoku.
Dále je v programu využit už výše zmíněný časovač pro odstranění starých záznamů
u hostů a také přímo samotných hostů. Časovač se musí nastavovat v závislosti na tom,
v jak velké síti je daný modul nasazen a také jak pomalé útoky chceme detekovat. Čím delší
časovač tím můžeme zaznamenat více útoků, ale za cenu větší paměťové náročnosti. Pokud
je síť rozsáhlá jako tomu je v síti CESNET2, dochází zde k velkému počtu zaznamenaných
toků na příslušných sondách, je tedy potřeba aplikovat v případě detekce portů velmi malé
časovače s cílem ušetřit využití paměti. U SSH útoků se doporučuje použít výrazně větší
z toho důvodu, že oproti skenování není počet hostů tak závratný a SSH útok má z pohledu
bezpečnosti větší nebezpečí než skenování.
7.4 Whitelist
Pokud budeme mít hosty v síti, kteří mohou přijímat či generovat záznamy, které odpovídají
definovaným tokům pro útok (především u SSH protokolu) a zároveň takové chování bude
naprosto v pořádku, nabízí se otázka jak se zachovat v oblasti odfiltrování takovýchto
případných nahlášených útoků.
První možnost spočívá ve filtraci výstupních odesílaných záznamů. Tento přístup má
nevýhodu v tom, že je pouze odfiltrována zdrojová IP adresa a přitom nevíme, jaké cílové
adresy byly kontaktovány. Přidání těchto cílových adres do dynamické části nemusí být
pohodlné řešení při následné filtraci.
Jako alternativní řešení byl zaveden jednoduchý whitelist filtr, který definuje jaké IP
adresy společně s prefixem a porty jsou ve zpracování přeskočeny. Jak vypadá syntaxe
takových pravidel, je možné zjistit ve zdrojovém kódu ve složce whitelist. Pokud potřebujeme
přidat nebo odebrat položku, stačí pouze editovat příslušný soubor s pravidly a znovu
spustit detekční modul, bez nutnosti znovu kompilovat zdrojové kódy programu. Vnitřní




Samotné ověřování výsledků navrženého způsobu detekce pomalých útoků je problematické
v tom, že v současné době již existující moduly v rámci frameworku Nemea a jiné dostupné
nástroje nejsou zaměřeny na pomalé, ale velmi rychlé útoky. Detekce je tedy primárně
porovnávána s rychlými útoky za ověřením předpokladu, zda vyvíjený modul je schopný
detekovat i rychlejší útoky. Další jednotlivé zaznamenané útoky jsou dále ručně procházeny
pro ověření.
Obě oblasti detekcí využívají záznamů detekovaných útoků z SSHCure pluginu pro Nf-
Sen. Jedná se o výsledky nad jednodenním vzorkem dat ze tří linek CESNET2 Aconet,
Geant a Telia (Public Internet) v časovém rozmezí 30.1.2014 23:55 až 1.2.2014 23:55. V pří-
padě skenování jsou data o útocích z SSHCure pouze porovnána s těmi zaznamenanými
událostmi, které se nacházely ve skenovací fázi.
8.1 Skenování portů
Vyhodnocení probíhalo nad dvěma časovými úseky. Nad daty, které využívá SSHCure a
deseti minutový rozsah ze dne 16.4.2014 v časovém rozmezí od 9:25 do 9:35 z linky Aconet.
Tyto druhé data slouží pro porovnání detekce s moduly HostStats1 a ScanDetector. Ve
všech případech modulů se jedná o detekci horizontálního skenování (u SSHCure pouze
SSH port), přesto některé další nezaznamenané události jsou dále ověřovány, zda nedošlo
k falešně pozitivní detekci.
Pro detekci skenování portů bylo využito posledních 70 záznamů spojení a detekční
práh byl nastaven na hodnotu 50 odpovídajících záznamů s příznakem skenování. Dále
práh pro kontrolu unikátního počtu výskytů <cílová IP adresa; cílový port> byl zvolen
jako dvě třetiny, tedy 33 různých dvojic. Časovače byly zvoleny vzhledem k omezenému
množství operační paměti následovně. Maximální doba pro uchování jednoho záznamu je
pouze 95 minut, není tedy možné detekovat skenování s nejmenší intenzitou útoku u Nmap.
Nejpomalejší útok, který lze zaznamenat je takový, který bude mít mezi jednotlivými pokusy





Z daných linek bylo zpracováno celkem 1 395 miliónů TCP toků z toho 112 miliónů toků
se shodovalo se signaturou pro skenování. Navržený algoritmus v tomto denním intervalu
detekoval celkem 5 129 útoků z 3 075 různých zdrojových adres. Z těchto detekovaných
událostí lze 4 708 útoků prohlásit za horizontální skenovaní. Procentuální zastoupení deseti
nejčastějších portů lze shlédnout na grafu na obrázku 8.1. Jedná se vesměs o porty služeb,
které mohou v případě napadení a proniknutí do systému způsobit škody. Jednou výjimkou
je port 33434 určený pro Traceroute. Jedná se o program, který vypisuje uzly, kterými
prošel od zdroje až k zadanému cíli. Většinou funguje nad UDP protokolem, ale lze využít
i TCP SYN požadavku2.
Obrázek 8.1: Zastoupení deseti nejčastějších horizontálně skenovaných portů u vlastního
vyvíjeného přístupu
SSHCure detekoval celkem 1 753 útoků z 361 různých zdrojových adres, o rozsahu
od 57 až 575 tisíc cílových stanic, které se nacházely ve skenovací fázi daného algoritmu.
Z neznámého důvodu jsou některé útoky rozděleny do více po sobě jdoucích událostí, i když
neexistuje žádný časový rozdíl mezi těmito údajně rozlišnými událostmi, přičemž skenované
podsítě mají i stejný prefix.
Navržená vlastní detekce zaznamenala celkem 1 814 horizontálních útoků na SSH port.
2http://linux.die.net/man/8/traceroute
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Z toho 280 zdrojových IP adres bylo odlišných než u výsledků z SSHCure. Veškeré výsledky
z obou přístupů byly porovnány a vlastní algoritmus detekoval pouze 7 útoků z 5 různých
IP adres z těch, které detekoval SSHCure, což dává 99,6% úspěšnost shody. Důvody, proč
nedošlo k detekci jsou následující:
• Útočník posílal na cílové stanice dva pakety s příznakem SYN ze stejného zdrojového
portu. Tedy toto skenování z pohledu toků se vyznačuje dvěma pakety.
• Útočník posílal pouze jeden paket na cílové stanice, ale s příznaky ACK a SYN.
• Útočník posílal dva pakety na cílové stanice s příznaky ACK a SYN. V tomto případě
se pravděpodobně jedná o falešných poplach generovaný SSHCure.
• Útočník v průběhu skenovací fáze přímo útočil na SSH službu (hádání hesel), tedy
nedošlo k naplnění potřebných 50 záznamů odpovídajících skenování z posledních 70
spojení.
První tři výše uvedené případy nezaznamenání se mohou dodatečně detekovat přidáním
takových pravidel pro označení nebezpečného záznamu, ale pouze pro SSH port.
Zbylé útoky z 280 zdrojových IP adres byly prozkoumány za cílem zjistit, proč nedošlo
k detekci u SSHCure. Důvodem je pouze zpomalení útoků, které vede k nesplnění pod-
mínky 200 toků z jedné IP adresy za minutu, příkladem takové akce je anonymizovaná část
záznamů v ukázce 8.1, kdy si útočník mezi kontaktováním nového cíle počkal delší dobu.
Tento výsledek tedy dokazuje, že navržený přístup detekce dokáže detekovat i pomalé útoky,
které tradiční metody nedetekují.
F i r s t seen Duration Proto Src IP : Port Dst IP : Port Flags Packets Bytes Flows
0 0 : 1 9 : 3 7 . 7 6 4 0 .000 TCP A.B.C.D:58485 −> E.F. 1 6 4 . 2 2 6 : 2 2 . . . . S . 1 44 1
0 0 : 1 9 : 3 9 . 0 5 4 0 .000 TCP A.B.C.D:58486 −> E.F. 1 6 4 . 2 2 6 : 2 2 . . . . S . 1 44 1
0 0 : 1 9 : 5 0 . 7 0 3 0 .000 TCP A.B.C.D:36841 −> G.H. 2 2 7 . 1 3 9 : 2 2 . . . . S . 1 44 1
0 0 : 1 9 : 5 0 . 9 7 8 0 .000 TCP A.B.C.D:36842 −> G.H. 2 2 7 . 1 3 9 : 2 2 . . . . S . 1 44 1
0 0 : 2 0 : 0 1 . 4 9 0 0 .000 TCP A.B.C.D:36841 −> I . J . 1 4 9 . 2 5 1 : 2 2 . . . . S . 1 44 1
0 0 : 2 0 : 0 4 . 4 9 6 0 .000 TCP A.B.C.D:36842 −> I . J . 1 4 9 . 2 5 1 : 2 2 . . . . S . 1 44 1
0 0 : 2 0 : 5 5 . 3 8 9 0 .000 TCP A.B.C.D:54446 −> K. L . 2 5 5 . 2 4 4 : 2 2 . . . . S . 1 44 1
0 0 : 2 0 : 5 9 . 2 7 8 0 .000 TCP A.B.C.D:54447 −> K. L . 2 5 5 . 2 4 4 : 2 2 . . . . S . 1 44 1
Ukázka 8.1: Anonymizovaná část záznamů pomalého skenování SSH portu. Tato zdrojová
adresa se úspěšně vyhla detekci SSHCure programu, ale vlastnímu navrženému řešení ne
Dále nad vstupními daty z daného dne bylo provedeno získání počtu vertikálních útoků.
Jednalo se o 34 reportovaných událostí, které byly manuálně kontrolovány a pouze u čtyř se
jedná o tento typ skenování. U zbylých událostí jsou většinou skenovány porty od čísel deset
tisíc a více, které mohou spíše odpovídat peer-to-peer sítím. Zbylých 387 události, které se
nevešli do kategorie horizontálního či vertikálního skenování byly zhodnoceny tak, že pouze
u 12 % se jednalo o skenování některých dobře známých portů. U ostatních případů byly
opět kontaktovány porty s velmi vysokým číslem.
Celkově tyto velmi vysoké porty byly kontaktovány v 7,5 % případů z celkových 5 129
možných. Jednou možností jak snížit takový počet událostí je využití modulu pouze pro
detekci horizontálního skenování, čímž ale nebudeme zaznamenávat jiné typy skenování.
Další možností je implementace ignorace velmi vysokých portů u příslušných toků, které
nebudou označeny jako nebezpečné za předpokladu, že bude existovat jiný seznam povo-
lených velmi vysokých portů, na kterých mohou běžet i jiné legitimní služby než pouze
peer-to-peer programy. Takové řešení je ale velmi náročné na údržbu.
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8.1.2 HostStats a ScanDetector
HostStats modul sbírá veškeré statistiky ze síťového provozu pro každou IP adresu. Jedná
se o počet příchozích/odchozích toků/paketů/bytů, dále počet příchozích/odchozích toků
s jednotlivými TCP příznaky a přibližný počet cílových adres se kterými bylo komuni-
kováno. Podrobnější popis detekce skenování portů není popsán, pravděpodobně se jedná
o překročení 50 SYN paketů z jedné cílové adresy za daný časový interval na různé cílové
adresy.
ScanDetector detekuje horizontální skenování za splnění následujících podmínek:
• Zdrojová adresa odeslala alespoň 50 SYN paketů na stejný cílový port.
• Požadavky šly alespoň na 50 různých cílových IP adres.
• Odpověď přišla na maximálně 25 % požadavků.
Následující tabulka 8.1 popisuje porovnání výsledků nad deseti minutovým intervalem
dat. Hodnoty x/y značí počet detekovaných a nedekovaných událostí u porovnávaného
modulu. Nejvíce událostí zaznamenal ScanDetector, který zároveň detekoval všechny udá-
losti HostStats a vlastního vyvíjeného modulu. Srovnání s HostStats modulem přináší vyšší












HostStats 27 - 27/252 23/7
ScanDetector 279 27/0 - 30/0
Vyvíjený modul 30 23/4 30/249 -
Tabulka 8.1: Výsledky dvou testovaných modulů a jednoho skriptu na rychlé horizontální
skenování. Hodnoty x/y značí počet detekovaných a nedekovaných událostí u porovnáva-
ného modulu
Záznamy, které vlastní modul nedokázal zachytit, byly podrobeny analýze. V případě
čtyř nedekovaných útoků, které zaznamenal HostStats je důvodem, že zdrojová adresa po-
sílala dva pakety ze stejného portu. Situace okolo událostí u ScanDetector modulu jsou
složitější. Byla vybrána jedna reportována událost, u které došlo celkem k odeslání 385
toků na port 80. Z těchto toků je pouze 10 jednopaketových a 21 dvoupaketových a cel-
kově čtyři toky mají pouze SYN příznak. Vlastní řešení tedy nemá možnost takové události
zachytit a nastává otázka, zda jsou vůbec takové detekované události opravdu skenování.
Bližší zkoumání funkčnosti skriptu se přišlo na to, že se jedná o legitimní komunikaci, ale
daný skript ”nevidí“ celý jeden směr komunikace některých adres, které nejsou zatím z ne-
známého důvodu zaznamenávány v datech. Další zkoumání odhalilo, že i většina ostatních
”skenů“, které odhalil pouze ScanDetector, jsou ve skutečnosti falešná hlášení způsobená
již zmíňenými chybějícími daty.
8.2 SSH útoky
SSH útoky jsou kontrolovány pouze vůči výsledkům z SSHCure pluginu. Události, které
nebyly zaznamenány tímto pluginem, ale vlastním navrženým řešením jsou následně pro-
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zkoumány.
SSHCure detekoval celkem 2 890 útoků na rozmezí 1 až 2 358 cílových stanic od jednoho
konkrétního útočníka. Pro potřebu porovnání je potřeba ze seznamu IP adres útočníků
dostat pouze adresy bez jejich duplikace. Důvod tohoto konání spočívá v tom, že SSHCure
má velmi rychlé časovače pro detekci konce útoku a vlastní algoritmus využíval v době
testování časovač o délce 40 minut. Několika minutová přestávka u útočníka vede k rozdělení
jednoho záznamu útoku na více záznamů. Po této operací se počet adres a tedy i celkových
útoků zmenšil na 359.
Pro samotnou detekci vyvíjeného modulu bylo využito okno pro posledních 30 záznamů
z dané adresy a detekční práh byl nastaven na poloviční hodnotu, tedy 15 odpovídajících
záznamů s příznakem útoku. Jednotlivé získané počty útoků pro jednotlivé testované vari-
anty (viz tabulka 7.2) jsou popsány v tabulce 8.2. Druhý sloupec značí kolik podezřelých
toků daná varianta z celkových 76 121 417 možných označila jako možný útok. Čtvrtý slou-
pec opět jako v případě SSHCure vyjadřuje počet adres útočníků bez duplikací. Kontrolou
příslušných logů se zjistilo, že někteří útočníci si po konci jednoho svého několikaminuto-
vého útoku počkají i několik dalších hodin na pokračování hádání hesel vůči stejným či
úplně novým cílům. Tato hodnota tedy slouží pro jednodušší porovnání vůči SSHCure. Jak
je z tabulky patrné, každá změna v minimální velikosti toku či délce trvání přináší velký
nárůst nových detekovaných útoků. Největší procentuální nárůst je mezi druhou a třetí






Počet útočících zdrojových adres
1 209 356 185 125
2 2 089 029 313 208
3 4 828 437 822 411
4 5 015 961 1 795 457
Tabulka 8.2: Výsledky jednotlivých testovaných variant na SSH útoky
Zmíněná tabulka nepřináší jakékoliv výsledky porovnání s nástrojem SSHCure. Pro
porovnání slouží graf na obrázku 8.2, který u dané testované varianty v prvním sloupci
zobrazuje, kolik detekovaných útoků detekoval vyvíjený modul a zároveň tyto útoky de-
tekoval SSHCure. Druhý sloupec značí, kolik jiných útoků bylo detekováno, přičemž tyto
útoky už SSHCure nezaznamenal z toho důvodu, že daný útok byl pomalejší.
Pro procentuální porovnání slouží graf na obrázku 8.3, kde červená část sloupce značí
kolik procent detekovaných SSHCure útoků modul nedetekoval oproti takovým, které bylo
v dané variantě detekováno. První varianta dokázala detekovat pouze 23 %, další 38 %,
82 % a 91 % útoků, které nahlásil SSHCure. Z obou předchozích obrázku je patrné, že
změněné vlastnosti u testovaných variant vedou především ke zvyšování pozitivní než falešně
pozitivní detekce. Útoky, které poslední testovaná varianta nedetekovala, byly podrobeny
zkoumání. Důvod nedetekce spočívá pouze v délce trvání toku. Tyto útoky mají v průměru
trvání 18 sekund, v nejhorším případě se jedná o 23 sekund na jedno spojení.
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Obrázek 8.2: Detekované útoky u jednotlivých variant s porovnáním počtu vůči SSHCure
Jiné detekované útoky
Útoky, které nezaznamenal SSHCure, ale vyvíjený modul byly podrobeny zkoumání kom-
pletní komunikace. Následující řádky popisují některé získané informace:
• Útočník nejdříve provedl sken na 240 různých cílových adres. Po této skenovací fázi
bylo útočeno na celkem 3 stanice. Celkově útočník odeslal na tyto tři stanice 432 toků.
Dokázalo se ale pouze detekovat útok na 2 stanice. Důvod spočívá v délce trvání toků,
kde průměr se nachází okolo 21 sekund. Celkově útok trval skoro tři hodiny.
• Útočník oskenoval celkem 130 různých cílových adres, ve většině případů posílal dva
SYN pakety z různých portů. V průběhu samotného skenování docházelo k hádání
hesla jedné cílové stanice. Tyto toky byly proloženy skenováním, tedy navržená igno-
race záznamů s nekompletním spojením při detekci je opravdu přínosná. Opravdová
délka trvání útoku není dostupná, protože daná událost byla zachycena v poslední
půlhodině testovaných dat a útok s největší pravděpodobností pokračoval dále.
• Bylo zaznamenáno několik událostí, kdy cílové adresy v nedávné době existovaly na
seznamu adres vykonávajících těžbu Bitcoin3 měny. Bohužel nelze zjistit, kdy na tento
seznam byla daná adresa přidána a také zda hádání hesel na daný cíl nemělo za cíl
proniknutí do systému a instalaci příslušných programů pro těžbu nebo se jednalo
o náhodu.
3Internetová peer-to-peer platební síť využívající virtuální měny. Více na https://bitcoin.org/
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Obrázek 8.3: Procentuální úspěšnost jednotlivých variant vůči SSHCure detekovaným úto-
kům
• Pravděpodobně byly zachyceny i falešně pozitivní detekce. Zdrojová adresa kontakto-
vala tři různé IP adresy v rámci jedné podsítě patřící pod správu GitHub4. Protože
na zdrojové adrese se nachází služba prezentující produkt s odkazem na GitHub pro
stáhnutí repozitáře, je celkem možné, že dochází k nějaké neškodné operaci. Stejný
problém se nachází u některých jiných hostů na cílové adresy společnosti Bitbucket5
a Assembla6, které také zprostředkovávají vzdálené repozitáře.
• Dalším příkladem pravděpodobné falešně pozitivní detekce je komunikace mezi dvěma
uzly určené pro monitorování sítí The European Traffic Observatory Measurement
Infrastructure (ETOMIC) a PlanetLab.
• Nejpomalejší a zároveň nejdelší událost vůči pouze jednomu cíli byla detekována až po
hodině a půl vstupních dat. U této události se z důvodu nedostatku dat nedá říct, jak
dlouho ve skutečnosti trvala. Část záznamu z pohledu toků je možné najít v ukázce
8.2. Zdrojový host používal šestiminutové rozestupy mezi jednotlivými spojeními.
Celkem bylo zpracováno 233 toků od začátku daného testovaného dne.
Téměř polovina ostatních nahlášených událostí, které nezaznamenal SSHCure, ale vyví-





Další události jsou z větší části útoky, které většinou předchází skenování portu 22. U zby-
lých událostí nelze jednoznačně určit, do jaké kategorie spadají z důvodu nedostatku dalších
informací. Jedním příkladem je komunikace z IP adres, které jsou pod danou webovou do-
ménou určeny jako dedikované stroje k pronajmutí. Takovým případem komunikace jsou
servery od společnosti Amazon, které v pravidelných časových intervalech komunikují s cí-
lovými adresami v Rakouské univerzitní síti, ale z pohledu toků se část záznamů jeví jako
zcela validní komunikace.
F i r s t seen Duration Proto Src IP : Port Dst IP : Port Flags Packets Bytes Flows
0 0 : 0 0 : 3 1 . 0 7 3 1 .251 TCP A.B.C.D:57471 −> E.F .G.H:22 .AP. SF 20 2919 1
0 0 : 0 6 : 3 2 . 6 5 4 1 .213 TCP A.B.C.D:57517 −> E.F .G.H:22 .AP. SF 20 2919 1
0 0 : 1 2 : 3 5 . 5 8 2 1 .433 TCP A.B.C.D:57563 −> E.F .G.H:22 .AP. SF 20 2919 1
0 0 : 1 8 : 3 7 . 0 0 7 1 .269 TCP A.B.C.D:57609 −> E.F .G.H:22 .AP. SF 20 2919 1
0 0 : 2 4 : 3 9 . 5 5 3 1 .353 TCP A.B.C.D:57655 −> E.F .G.H:22 .AP. SF 20 2919 1
0 0 : 3 0 : 4 1 . 4 2 4 1 .185 TCP A.B.C.D:57702 −> E.F .G.H:22 .AP. SF 20 2919 1
0 0 : 3 6 : 4 3 . 0 8 9 1 .265 TCP A.B.C.D:57742 −> E.F .G.H:22 .AP. SF 22 3035 1
0 0 : 4 2 : 4 4 . 8 2 6 1 .185 TCP A.B.C.D:57789 −> E.F .G.H:22 .AP. SF 22 3035 1
0 0 : 4 8 : 4 6 . 8 2 0 1 .170 TCP A.B.C.D:57817 −> E.F .G.H:22 .AP. SF 20 2919 1
0 0 : 5 4 : 4 8 . 1 6 2 1 .297 TCP A.B.C.D:57863 −> E.F .G.H:22 .AP. SF 20 2919 1
0 1 : 0 0 : 5 0 . 3 3 3 1 .159 TCP A.B.C.D:57910 −> E.F .G.H:22 .AP. SF 20 2919 1
Ukázka 8.2: Anonymizovaná část záznamů nejdéle trvající a nejméně agresivní události
u SSH protokolu
8.3 Náchylnost modulu vůči DDoS útokům
V rámci testování paměťové náročnosti, kdy do modulu byly přivedeny data ze všech li-
nek, bylo zjištěno, že při velkém DDoS útoku existuje možnost vyřazení pracujícího modulu
z důvodu nedostatku paměti. Tento problém se vyskytuje pouze v rámci skenování portů,
protože v tomto módu jsou zpracovávány a ukládány veškeré TCP záznamy. Využívaná
paměť se ustálila po 10 minutách na hodnotě 1,482 GB při časovačích pro odstranění ne-
aktivního hosta 5 a 7 minut v závislosti na velikosti listu posledních záznamů a 30 minut
pro odstranění starých záznamů. Po ukončení dvouhodinového testu bylo zjištěno celkem
aktivních 556 tisíc hostů udržovaných v paměti. Celkově bylo zpracováno 512 miliónů TCP
záznamů z toho 93 miliónů mělo podobu SYN skenování. Pokud by tedy nastal případ vel-
kého SYN flood (záplava SYN paketů) útoku se zdrojovými adresami podvrženými za nějaké
náhodně generované, procházejího přes měřící sondy s cílem znemožnit přístup k některé
službě, je možné při velkém počtu nových hostů, kteří se předtím nevyskytli v paměti, vy-
čerpat maximální kapacitu využívané paměti na proces v operačním systému a tím odstavit
modul z provozu.
Jeden způsob, jak takovéto události předejít spočívá v rychlejším odstraňování starších
záznamů a neaktivních hostů, případně implementovat pouze určitý počet maximálních
uchovávaných záznamů v rámci paměti. Toto řešení s sebou přináší horší detekci pomalých
útoků. Přesto Trap knihovna se s tímto problémem může vyrovnat jistým způsobem sama.
Pokud modul přijímající strany nestíhá přijímat nové záznamy na svém vstupu z důvodu
provádění určitých operací, jsou takové záznamy u odesílající strany zahozeny, dokud opět
nedojde v příslušném bufferu pro odeslání k uvolnění místa pro nová data.
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8.4 Celkové zhodnocení výsledků
Skenování portů s využitím posledních několika záznamů přináší úspěšnost zejména u ho-
rizontálního skenování, kde jsou jako cílové porty voleny dobře známé služby, které před-
stavují možný bezpečnostní incident v případě prolomení. Ostatní výsledky jsou pravdě-
podobně ve velké míře falešně pozitivní z toho důvodu, že dochází ke kontaktování velmi
vysokých čísel portů. Tento problém se vyskytuje hlavně u takových událostí, které mají
počet cílových adres a portů ve stejné míře.
Detekce SSH útoků v porovnání s SSHCure vykazuje velkou úspěšnost u poslední testo-
vané varianty a další detekci pomalejších útoků, nicméně i zde se vyskytují falešně pozitivní
detekce. Kolik jich ve skutečnosti je nelze zjistit bez dalších informací, zejména například
přihlašovacích logů. V další řadě ignorace nekompletního spojení před přidáním do listu
posledních záznamů s sebou přináší očekávané výhody rychlejší detekce a také zabránění
možnosti vyhýbání se detekce. Pro zlepšení výsledků vyvíjeného modulu oproti SSHCure
by se mohla v budoucnu podrobně prozkoumat varianta ignorace délky trvání toku.
Pro částečné řešení redukce počtu falešně pozitivních útoků se u obou kategorií nabízí
možnost použití whitelist filtru. V případě skenování tedy ignorace portu programu Tra-





V úvodu této diplomové práce byl popsán přístup pro monitorování sítí na základě toků.
Byl popsán nejrozšířenější protokol NetFlow, jeho architektura a některé jednotlivé položky.
Dále další podobné varianty protokolů pro monitorování sítí. Danou kapitolu následovala
kapitola pojednávající o Nemea frameworku vyvíjeném pod sdružením CESNET, který je
použit v této práci. Tento framework poskytuje možnost vytvoření komplexního systému
nejen pro ukládání získaných toků z příslušných sond, ale také detekci jak anomálií, tak i už
známých útoků a jejich reportování příslušné autoritě. Následující dvě kapitoly se věnovali
dvěma útokům, které byly cílem detekce v případě použití malé intenzity či rychlosti útoku.
Jednalo se o skenování portů a útoky na SSH službu, kde je aplikováno hádání hesel pod
daným uživatelským jménem. Tyto kapitoly byly doplněny o metody, které se využívají
nebo využívaly pro danou detekci útoků. Dále bylo popsáno, s jakým čekáním se můžeme
u rozšířených programů pro útoky setkat. Kapitola 7 se zabývala navrhovaným přístupem
pro detekci pomalých útoků s využitím posledních několika záznamů. Tento detekční algo-
ritmus byl dále otestován nad daty ze síťového provozu a výsledky porovnány s některými
dostupnými nástroji.
Porovnání výsledků bylo komplikované z toho důvodu, že neexistují v rámci Nemea
frameworku moduly zaměřené na pomalé útoky, bylo tedy provedeno porovnání s moduly
pro rychlé útoky.
Samotná detekce skenování portů vykazuje dobré výsledky se srovnáním s výsledky
z SSHCure skenování. Celkově je detekce úspěšnější při detekci horizontálního skenování
oproti ostatním typům, které už přinášejí větší množství falešně pozitivních detekcí. SSH
hádání hesel nabízí u poslední testované varianty největší úspěšnost, přesto i zde se vyskytují
některé falešně pozitivní detekce, které byly dále popsány proč tomu tak bylo.
Jako možné rozšíření této práce se v návaznosti na úspěšnost detekce SSH útoků nabízí
možnost využít podobné detekce pro protokoly LDAP (Lightweight Directory Access Pro-
tocol) a RDP (Remote Desktop Protocol), které slouží pro přístup k datům nebo rovnou
do systému a zároveň také podporují autentizaci jménem a heslem. Další možností rozšíření
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