We consider spatial databases de ned in terms of polynomial inequalities, and investigate the use of Datalog as a query language for such databases. Recursive programs are not guaranteed to terminate in this setting. Through a series of examples we show that useful restrictions on the databases under consideration or on the syntax of allowed programs, guaranteeing termination, are unlikely to exist. Hence, termination of particular recursive spatial queries must be established by ad-hoc arguments, if it can be established at all. As an illustration of the di culties that can be encountered in this respect we discuss the topological connectivity query.
Introduction
The framework of constraint databases, introduced by Kanellakis, Kuper and Revesz 8] , provides an elegant and powerful model of spatial databases 11] . In this setting, a spatial database, viewed as a possibly in nite set of points in real space, is represented as a Boolean combination of polynomial inequalities. For example, the unit disk in the real plane except its upper left Although variables now range over the whole of the real numbers, queries expressed in the calculus can still be e ectively computed using methods from symbolic computation.
The expressiveness of the calculus is limited, however. For example, the combined results of Benedikt et al. 2] and Grumbach and Su 6] imply that one cannot express in the calculus that the database is topologically connected. The topological connectivity query can be viewed as the spatial analogue of the standard relational query of graph connectivity, which is also not expressible in the standard relational calculus. In order to be able to express queries such as graph connectivity, in the standard relational context, one typically uses a more powerful query language such as Datalog 17] , an extension of the relational calculus with recursion.
It is therefore natural to likewise extend the calculus with recursion in the spatial context. However, we then face the well-known fact that recursion involving arithmetic over an unbounded domain, such as the polynomial inequalities over the reals in our setting, is no longer guaranteed to terminate. In other words, the property of e ective computability of queries in the spatial calculus is lost when extending the calculus with recursion. For example, the following trivial program does not terminate:
One approach to this problem could be to look for useful restrictions on the spatial databases under consideration, or on the syntax of allowed programs, guaranteeing termination. In the present paper we demonstrate through a series of examples that such restrictions are unlikely to exist. For example, we will see that even under severe restrictions such as the following, programs may still not terminate:
1. Only bounded spatial data are considered; 2. No arithmetic at all is allowed in programs; 3. Rules can only be of the form R(x; y) ? S(x; y); B;
where S is the spatial database predicate and B is the rest of the rule body. In other words, it is syntactically guaranteed that derived relations in the program can only contain points from the given bounded data set. Our observations stand in contrast to results achieved by Revesz and others 8, 13, 14] , which show that in other, non-spatial, instances of the constraint database framework (more speci cally, databases and queries involving order constraints only), useful termination guarantees can be found.
We conclude that the termination of particular spatial recursive queries will have to be established by ad-hoc arguments, if it can be established at all. As a case study we investigate the topological connectivity query mentioned earlier. We show that on linear spatial databases, this query is indeed expressible by a terminating program in the spatial version of Datalog. The proof of termination relies on Collins's Cylindrical Algebraic Decomposition method 4, 1]. However, our program may loop forever on non-linear spatial databases, even bounded ones. A natural open question raised by our investigations thus is whether there exists a natural recursive spatial query language in which topological connectivity can be expressed in a natural manner. This paper is organized as follows. Some de nitions are given in Section 2. A series of examples of non-terminating programs is developed in Section 3. The topological connectivity query is discussed in Section 4. Conclusions are presented in Section 5.
Preliminaries
In the present paper, we consider a spatial database to be a geometrical gure in the real plane. A geometrical gure in the plane is a possibly in nite set S of points in R 2 , where R stands for the real numbers. Equivalently, it is a binary relation on the in nite domain R. One wants almost always to represent a geometrical gure in some effective, nite manner. A rather general way of doing this is by using real polynomial inequalities of the form p(x; y) > 0, where p(x; y) is a polynomial in the variables x and y with real coe cients. Such an inequality de nes the gure f(x; y) j p(x; y) > 0g. By using Boolean combinations (union, intersection, and complement) of polynomial inequalities one can describe a rather general class of gures, known as the class of semi-algebraic sets. Note that p(x; y) = 0 can be expressed as :(p(x; y) > 0)^:(?p(x; y) > 0).
As an example, the semi-algebraic set already mentioned in the Introduction is shown in Figure 1 .
We assume familiarity with the language Datalog. We can turn Datalog into a spatial query language as follows:
The underlying domain is the set of real numbers. The only EDB predicate is S, which is interpreted as the set of points in the spatial database, or equivalently, as a binary relation. Relations can be in nite. Polynomial inequalities are allowed in rule bodies. Under the bottom-up semantics, the following fundamental closure property is satis ed by any Datalog program P 8]:
if the input relation S is semi-algebraic, then every derived relation R obtained by a nite number of iterations of P is also semi-algebraic; moreover, a nite representation of R can be effectively computed. As a simple example, the following program derives in R the set of all points that either lie in the database or to the left of a point in the database:
R(x; y) ? S(x; y) R(x; y) ? R(x 0 ; y); x < x 0 . This program always terminates after two iterations and hence, by the above, when applied to a semi-algebraic set S, will produce a set R that is also semialgebraic. For example, if S is the set of Figure 1 , then R will be the set f(x; y) j S(x; y) _ (9x The above example also illustrates that the e ective computation of a semi-algebraic representation of the result involves the elimination of quanti ers; a classical theorem by Tarski 16] says that that every logical description of a real gure with quanti ers can also be described without quanti ers. Good algorithms for quanti er elimination over the reals are known since the work of Collins Relation R remains in the interval 0; 1] but the program does not terminate; the interval is repeatedly cut in half and this goes on inde nitely.
In search of termination guarantees, we therefore put the drastic restriction on programs that no arithmetic (polynomial inequalities) is allowed in rule bodies. In other words, we concentrate on pure Datalog programs. Clearly, under this restriction, programs that do not rely on the database, such as the two programs given above, can no longer loop forever.
The classical example in pure Datalog is the transitive closure program TC:
R(x; y) ? S(x; y) R(x; y) ? R(x; z); S(z; y).
On nite inputs S, TC always terminates. On in nite inputs, however, this is of course no longer true. For example, TC will loop forever on the semialgebraic set S de ned by y = x + 1; in the n-th iteration all points of the form (x; x + n) are added.
It is a basic fact of standard relational database theory that on nite relations, pure Datalog programs always terminate 17]. One might hope that this property carries over to in nite but bounded, semi-algebraic sets. For example, by bounding the above-mentioned set y = x + 1 as y = x + 1^0 x 10; TC will terminate after ten iterations. This hope is unjusti ed, however. On the bounded input S = f(x; y) j y = 2x^0 x 1=2g; TC will loop forever; every iteration adds a line segment of increasing slope, as illustrated (for the rst three iterations) in Figure 2 .
The previous example also shows that, even if we require not only the input set but also the output set to be bounded, programs still can loop forever. Indeed, the lines of increasing slope all remain in the unit square. As a last resort in our search for termination guarantees, we therefore investigate the stronger requirement that the output set is always contained in the input set. In other words, we concentrate on selection queries. The output of a selection query on a bounded input is clearly also bounded.
Whether or not a program expresses a selection query is a semantic property, but we can put a strong syntactic range restriction on the rules so that only selection queries can be expressed: every rule has to be of the form R(x; y) ? S(x; y); B;
where S is as always the EDB predicate denoting the database and B is the rest of the rule body. A program in which every rule is of this form is called a selection program. The transitive-closure program is not a selection program.
The following program, a range-restricted variation of TC, is an example of a selection program:
R(x; y) ? S(x; y); :S(z; x) R(x; y) ? S(x; y); S(x; z); R(z; y).
On unbounded semi-algebraic inputs, selection programs can loop forever, as witnessed by the set S = f(x; y) j y = x + 1^x 0g f(0; 0)g: Figure 3 : First four iterations of a non-terminating selection program on a bounded semi-algebraic input.
On this S, the above program will not terminate; in the rst iteration the point (0; 0) is added, and in subsequent iterations subsequent points of the form (n; n + 1) are added. However, if we bound S, e.g., by adding the constraint y 10, the program will terminate.
Hence, our last hope is that selection programs on bounded semi-algebraic inputs always terminate.
The following selection program destroys also this last hope:
R(x; y) ? S(x; y); S(x; x) R(x; y) ? S(x; y); R(z; x).
On the bounded input S = f(x; y) j y = x=2^0 x 1g f(1; 1)g; this program does not terminate; in the rst iteration the point (1; 1) is added, in the second iteration the endpoint of the line segment in the database is added, and in subsequent iterations the line segment is repeatedly cut in half, going on inde nitely. The rst four iterations are illustrated in Figure 3 .
Remark: We point out that all spatial databases considered in the above discussion are linear, in the sense that they can be de ned using linear polynomials only.
Connectivity
A set S of points in the plane is called connected (in the sense of Topology) if it cannot be partitioned by two disjoint open sets. If S is semi-algebraic, S is connected if and only if any pair of points in S can be linked by a semi-algebraic curve lying entirely in S 3] . In this section we will present a program that tests whether the database is topologically connected. The program always terminates on linear semi-algebraic sets. The program is written in Datalog with polynomial inequalities and strati ed negation. We will refer to this language simply as \Datalog". It is not obvious how our approach can be generalized to deal with non-linear spatial databases, even when restricting attention to bounded ones. Termination: The number of line segments needed to connect any such pair is bounded. The second fact guarantees that the transitive closure will terminate. The rst fact then establishes the correctness of the test for connectivity performed by the program after the transitive closure is completed.
Correctness. The if-implication is trivial. So we focus on the only-if implication. We denote the topological interior of S by S , and the topological border of S by @S. A crucial property of linear semi-algebraic sets, such as S, is that their border is piecewise linear. applied to a linear semi-algebraic set S, shows the existence of a decomposition of S in a nite number of cells, where each cell is either a point, a straight line segment, or the interior of a convex polygon (some cells may be unbounded). The niteness of this decomposition yields the desired bound on the number of line segments needed to connect any two points in the same connected component of S.
Conclusion
It is not obvious how one can test for topological connectivity in the case of general semi-algebraic spatial databases by a program that always terminates. The program given to prove Theorem 1 may loop forever on certain semi-algebraic inputs. A case in point is given in Figure 4 . Indeed, since the tangent to the curve in the bottom point coincides with the vertical line, any straight line segment from the interior of the database (indicated as the shaded area) to the bottom point will leave the interior of the database. This means exactly that the correctness property established in the proof of Theorem 1 does not carry over to the non-linear case. One may wonder whether topological connectivity is expressible at all in spatial Datalog. The query is certainly known to be algorithmically decidable in the general semi-algebraic case 15] . In this respect it should be noted that extending the relational calculus with polynomial constraints and while-loops yields a computationally complete query language for semi-algebraic spatial databases 7] , and therefore connectivity is expressible in that language. It seems not di cult to simulate while-loops using an in ationary version of spatial Datalog. The problem remains however whether there exists a natural spatial query language in which connectivity is e ectively expressible in a natural manner. 
