It is of general agreement that quality issues should be considered very early in the software development process, to mitigate risks and to facilitate the achievement of the overall software system. Moreover, the architecture of the system drives the whole development process. The fulfillment of nonfunctional quality requirements by a candidate architecture is crucial to select the convenient architecture on which the whole system will be articulated. This issue is very important in the construction of reliable evolutionary applications. Software development methods do not give many details on this important stage. This work deals with the specification of quality requirements for software architecture, introducing a technique based on the ISO 9126-1 standard. The quality characteristics of the ISO quality model are refined into attributes, which can be measured to enrich the information about the architecture. Our technique is used to help selecting a suitable architecture among a set of candidates, by comparing the values of the respective quality attributes. A case study illustrates the application of the technique on a monitoring system. Our approach facilitates the choice of the right decisions during the architecture analysis process. It could be easily integrated into a general software development process or into specific architectural design methods.
INTRODUCTION
Quality requirements, captured as nonfunctional requirements in the early steps of software development, influence greatly the software system's architecture. However, also the system's core abstractions which are functional requirements, play an important role in the definition of the initial architecture. On the other hand, the quality requirements have to be "balanced" during the design process [Kazman et al. 2000] . Only recently the importance of a precise design of software architecture, not limited to graphical notations of boxes and lines, has grown up considerably for the construction of reliable evolutionary systems [Bachmann et al. 1996] , [Bosch 2000 ], [Krutchen 2000 ]. Modern applications involving distribution, adaptability, interoperability, component reusability and real-time issues require an early definition of the system architecture in order to fulfill quality requirements, such as maintainability and reliability. They are crucial for the achievement of the overall functional purpose of the software system under construction. In particular, new information systems using Internet services, like Webbased e-commerce applications, are developed very rapidly for marketing needs, without much care about software engineering practices. Moreover, the quality of such products is not discussed. However, when an HTML page is displayed on a browser, we are immediately aware if we are in presence of a "good" or "bad" Web application. Factors such as usability, reliability (robustness) or efficiency (time or resource behavior) are involved in this quick evaluation. In fact the problem is that software developers do not have a clear description of the quality characteristics of a Web application, since in the development of these systems, as we have already pointed out, software engineering paradigms are often neglected. For example, even when the separation between application data semantics and presentation is an accepted paradigm, HTML is normally used regardless of this issue and only recently XML is being adopted. An interesting problem is then the specification of quality requirements. They may appear implicitly during functional requirements specification, as for example in a textual use-case description or in a scenario, but in standard object-oriented methods there are no explicit guidelines or explicit modeling elements on how to capture or specify them. Moreover, we feel that the design of software architecture should not be considered as an independent activity, but a step further in the development and evolutionary process of software products. Architectures should be considered as a main concern (Krutchen, 2000) to establish more clearly reusable frameworks, for guaranteeing to a certain extent, the overall quality of the resulting software products.
The main goal of this work is to propose an ISO 9126-1 [ISO/IEC 1998 ] based technique to specify the relevant quality characteristics, refined until the attribute level or measurable items, involved in the architectural design process. The specification and evaluation of these attributes, as steps of the architectural design, is the basis of the architectural transformation process, allowing the incremental adaptation of the initial architecture. This candidate, often selected on some key functional requirements of the system, is adapted or transformed during the design process to accomplish the established quality goals, which are the values that the system should attain in fulfilling a quality requirement. In this process, quality requirements are often transformed into implicit functional requirements for the final system [Bosch 2000 ], expressing them as the introduction of additional mechanisms, for example. However, in commonly used software analysis and design methods, the specification and evaluation of quality attributes is only performed on the basis of the designer's experience. The ATAM (Attribute-based Tradeoff Analysis Method) [Kazman et al. 2000 ] has some common points with our approach. It uses one level of quality characteristics (attributes) refinement, called utility (system goodness) tree, for prioritizing scenarios based on a VOL. 1, NO. 2 JOURNAL OF OBJECT TECHNOLOGY 135 particular quality characteristic. The information on the architecture and attribute is captured into the ABAS (Attribute-Based Architectural Style) framework [Klein and Kazman 1999] . However, how to arrive to the utility tree, which quality view is it expressing and why only one level refinement, is not clear and the definitions of the quality attributes are not standards. The utility tree is used to give priorities to scenarios to identify sensitive points, from which a set of "test" cases for the architecture can be derived. The measures for the attributes are given in terms of stimuli, parameters and responses. Our approach considers the specification of the quality requirements using a quality model according to the ISO 9126-1 standard. This hierarchical model, which is structurally similar to the ATAM quality tree, is adapted to software architecture. The ISO quality model is now a software industry standard and it is defined at a high abstraction level, in terms of external/internal and quality in use views of quality characteristics. The quality characteristics (attributes for ATAM) are defined precisely in the standard, and the measures for the attributes are quite general and could be refined further for a particular application. The quality of the environment, where the software is running, is considered by the quality in use model, which is the user's view of quality in a specific context of use. In this work we are concerned only with the external/internal quality model, representing the user and developer views respectively. In order to achieve the quality in use, the system must have reached external and internal quality goals. The quality characteristics are refined into sub-characteristics manifested externally when the software is used as a part of a computer system and they are also a result of the evaluation of internal software attributes or measurable properties of an entity, appearing during the software development process. In our case, we have to "transfer" or "translate" these properties to the software architecture, which is an intermediate software product. The values obtained for the attributes during the development process can be used to verify internal quality goals, contributing to the validation of the external quality goals, required by the final software system [SO/IEC 1998]. The fact of having a precise specification of the quality attributes adds more information to the architectural specification, facilitating the analysis process for the selection of the architecture to solve a particular design problem.
Besides the introduction and conclusion, the main sections of the paper are the following: -The description of a general quality model, based on ISO 9126-1, for specifying the quality characteristics of software architecture is given. -A case study, where the general quality model obtained is used for selecting two different architectures for a soft real-time monitoring system using Internet facilities. , 1998 ], quality is defined as a set of features and characteristics of a product or service that bear on its ability to satisfy stated or implied needs. Different perspectives of quality can be considered: -user view, as the quality of the final product; -developer view, as the quality of the intermediate products generated by the different stakeholders during the development process; -end-user manager view, as the marketing requirements. The overall quality of a product can be the expressed by a combination of the different views. In our context, the user and developer (architect) views will be used. The work of McCall [McCall et al. 1977 ] distinguishes between two levels of quality features: factors and criteria. The former cannot be measured directly, while the latter can be subjectively measured. It inspired the ISO 9126-1 model. On this basis, ISO 9126-1 simplifies further the McCall's model, into the ISO 9126-1 quality model, now commonly accepted in the state-of-the-art of product quality specification. It proposes a set of six independent high-level quality characteristics, which are defined as a set of attributes of a software product by which its quality is described and evaluated. In practice, some influence could appear among the characteristics, however, in this work they will be considered independent to simplify our presentation. The quality characteristics are used as the targets for validation (external quality) and verification (internal quality) at the various stages of development. They are refined (see Figure 1 ) into sub-characteristics, until the attributes or measurable properties are obtained. In this context, metric or measure is a defined as a measurement method and measurement means to use a metric or measure to assign a value. Figure 1 shows these relations:
is refined into is refined into is measured by characteristic sub-characteristic attribute metric In order to monitor and control software quality during the development process, the external quality requirements are translated or transferred into the requirements of intermediate products, obtained from development activities. The translation and selection of the attributes is a non-trivial activity, depending on the stakeholder personal experience, unless the organization provides an infrastructure to collect and to analyze previous experience on completed projects. The definition of the main quality characteristics of the ISO 9126-1 standard for software quality measurement is shown in Table 1 . The model should be adapted or customized to the specific application or product domain. In this sense, for a particular software product we could have a subset of the six characteristics. In the ISO 9126-1 standard, no guidelines are given on how to customize the quality model.
Characteristics Description Functionality
The capability of the software product to provide functions which meet stated and implied needs when the software is used under specified conditions (what the software does to fulfil needs) Reliability
The capability of the software product to maintain its level of performance under stated conditions for a stated period of time Usability
The capability of the software product to be understood, learned, used and attractive to the user, when used under specified conditions (the effort needed for use) Efficiency
The capability of the software product to provide appropriate performance, relative to the amount of resources used, under stated conditions Maintainability
The capability of the software product to be modified. Modifications may include corrections, improvements or adaptations of the software to changes in the environment and in the requirements and functional specifications (the effort needed to be modified) Portability
The capability of the software product to be transferred from one environment to another. The environment may include organizational, hardware or software environment The sub-characteristics are shown in Figure 2 .
Notice that compliance means to adhere to standards, conventions or regulations and it is presented in [ISO/IEC 1998 ] as sub-characteristic of all the characteristics. We will consider it here only for functionality in order to abridge this presentation. Notice that the presence of the compliance sub-characteristic means that the remaining properties within the characteristic are assumed to be fulfilled by the particular standard chosen. In order to customize the ISO quality model, we should be aware of the properties that are expected from the architecture or generic framework (baseline) on which the software system must be built, considering it an intermediate product of the software development process. Hence a particular architecture, expressed at a high-level by the components, the connectors connecting them and a configuration or topology, must "satisfy" the six ISO 9126 characteristics or a subset of them. Each characteristic will be associated to attributes to be valued. These attributes will be associated globally to the architecture and/or to each component and connector. Measures will be used to quantify the quality attributes. These are defined as symbolic expressions at first and then could be defined more precisely using a formal language [Marcano et al. 2000] . During the architecture stepwise definition, it is possible to evaluate if the refinement of the architecture enhance the quality attributes. However this issue will not be discussed in this work. In what follows we will explain how the quality requirements are refined into the corresponding sub-characteristics and attributes and how they are adapted to software architectures, giving the corresponding metrics for each attribute. Notice that characteristics and sub-characteristics are considered independent.
• Characteristic Functionality • Sub-characteristic Suitability: to have the adequate functions for the required tasks. It involves two aspects: -Presence: the tasks are specified, for example by means of use cases. For each task there must exist a functionality to accomplish it. -Appropriateness: the specification of the task is correctly refined, for example the sequence diagrams (see Figure 3 ) must be satisfied. At architectural level: 1. The system's functionalities are identified. In this case, the subcharacteristic is refined into an attribute whose value is yes (1) or not (0). Notice that there are attributes whose values belong to the interval of integers [n..m], for example [0.
.1], meaning absence or presence. The metric is a scale to obtain rating levels. 2. The sequence diagrams obtained from the functional requirements are refined. In case of having an architecture specification, the specified functionality is decomposed into functions associated to components and whose composition will meet the functional requirements of the system.
Use case Sequence diagram
System requirements Interaction definition Architecture definition • Sub-characteristic Accuracy: to provide the right or agreed results or effects with the needed degree of precision. It can be measured by an attribute on the source code. Hence it is delegated to the components in which will be defined the functions that will compute the values. (Accuracy (functional components i ) ).
• Sub-characteristic Interoperability: the ability to interact with on or more specified systems. Notice that it is used in place of compatibility to avoid ambiguity with replaceability. At architectural level: 1. Identification of the connectors communicating with external specified systems. For example, to require CORBA compatibility implies the existence of CORBA components. 2. It is refined into an attribute whose value is yes or not, depending on the presence or not of corresponding middleware components.
• Sub-characteristic Security: the ability to prevent unauthorized access to programs or data. At architectural level: 1. It means to have a mechanism or device (software or hardware) to perform explicitly this task. It may be a component (for example, a service provided by the middleware) or a functionality integrated into a component 2. It is refined into an attribute whose value is yes or not, depending on the presence or not of the mechanism or device • Sub-characteristic Compliance: to adhere to standards, conventions or regulations. It is related to the development process. At architectural level: 1. It is a very general property that cannot be directly applied to architectural design 2. It is refined into an attribute whose value is yes or not, depending on the application of the required standard. 3. The compliance to an architectural style can be defined as the satisfaction to the architectural constraints associated to it.
• Characteristic Reliability • Sub-characteristic Maturity: the capability of the software product to avoid failures, as a result of faults in the software. It is refined into an attribute Mean Time To Failure (MTTF) measured on the source code. At the architectural level: 1. The attribute is computed by the following metric:
Notice that the Maturity attribute of the COTS components is known or should be.
• Sub-characteristic Fault tolerance: the ability to maintain a specified level of performance in case of software fault or of infringement of its specified interface.
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At architectural level: 1. It means to have a mechanism or software device. It may be a component or integrated into a component, for example exception handling or redundancy. 2. It is refined into an attribute whose value is yes or not, depending on the presence or not of the mechanism or device. 3. It can be refined into an attribute whose value is associated to the mechanism or device.
• Sub-characteristic Recoverability: It is expressed by: 1. Capability to reestablish the level of performance. 2. Capability to recover the data. 3. Time and effort needed for it. At architectural level: 1. It means the existence of a mechanism or software device, which may be a component or integrated into a component, to re-establish the level of performance or to recover the data, for example redundancy. 2. If the mechanism exists, recoverability is refined into the attribute performance computed by metrics involving time and effort. It must be computed for each component holding the mechanism. Remark: availability depends on the above three sub-characteristics of reliability and it is used in [Marcano et al. 2000] . Even if this property is not directly specified in ISO 9126-1, it is defined as the capability of the software product to be in a state to perform a required function in a given period of time. It must be considered for its importance in commonly used distributed and real-time application. It is like a fault tolerance attribute, measuring switching time.
• Characteristic Usability
• Sub-characteristic Understandability: the capability of the software product to enable the user to understand whether the software is suitable, and how it can be used for particular tasks and conditions of use.
• Sub-characteristic Learnability: the capability of the software product to enable the user to learn its application • Sub-characteristic Operability: the capability of the software product to enable the user to operate and control it. These sub-characteristics can be refined into attributes translated to the GUI components . At the architectural level, they are independent from the architecture, which is transparent to the users, so they will not be considered here.
• Characteristic Efficiency
• Sub-characteristic Time behavior (performance): the capability of the software product to provide appropriate response time, processing time and J OURNAL OF OBJECT TECHNOLOGY V OL. 1, NO. 2 throughput rates when performing its function under stated conditions. It is an attribute that can be measured for each functionality of the system. At architectural level: It is measured for each functionality and each user of the functionality by means of attributes computed by the following metric:
Affected by the data flow to a functionality. The performance depends on: -the stimulus/event/functionality; -the path taken in the architecture in order to answer to a stimulus for a given functionality ; -each component traversed, containing the executed functionality.
• Sub-characteristic Resource utilization: amount and type of resources used and the duration of such use in performing its function. It involves the attribute complexity that is computed by a metric involving size (space for the resources used and time spent using the resources).
At the architectural level:
The attributes can be defined and measured for each functionality and they are a characteristic of the style. Space and time are associated to the components. The values are associated to each component and/or connector for each functionality.
• Characteristic Maintainability • Sub-characteristic Analyzability: the capability of the software product to be diagnosed for deficiencies or causes of failures in the software, or for the parts to be modified, to be identified.
• Sub-characteristic Changeability: the capability of the software product to enable a specified modification to be implemented.
• Sub-characteristic Stability: the capability of the software product to avoid unexpected effects from modifications of the software (the risk of unexpected effect of modifications) • Sub-characteristic Testability: the capability of the software product to be validated. They are refined into the attribute complexity of the source code, computed by metrics involving, in particular, size. At the architectural level: • Sub-characteristic Coupling is a global property of the architecture relative to the exchanges between components; the attributes can be measured for each component using fan-in, fan-out metrics. It is a system attribute. 
Requirements for a Stock Exchange Monitoring System
The primary goal of a real-time monitoring system is to capture, to analyze and to broadcast events (data) in real-time. It is a soft real-time system, where some of the events may miss their deadline, without affecting the whole system's behavior. The system is a real-time data provider, for monitoring in real-time small and medium size stock exchanges for brokers and independent investors. An antenna (feed server), external to the system, provides the data (feed) to the data server. A feed contains the relevant information of a stock exchange transaction. Feeds are supposed to be reliable and available. The clients (brokers), distributed in different geographical locations, subscribe with the data server. When a change on the feed to which a client has subscribed occurs, the feed is broadcasted to him by the data server, according to a strict time delay. The time delay will depend on the network structure used to send the information to the clients. The type of service offered depends on this delay. Requirements for the system are high security, availability, platforms heterogeneity, distribution of clients, reliable information with strict deadlines. It is known that these characteristics are not independent, and there must be a tradeoff to determine priorities. Internet facilities through commercial browsers are required for the system.
Architectures proposed for the monitoring system
The proposed architectures based on two different architectural patterns, publisher/subscriber (push model) and repository are shown in Figures 4 and 5 respectively. The repository memorizes the actual values in the DB and the client requests in the Client invoices DB, for invoicing purposes.
Comparison of the architectures
The results presented in Table 2 show that publisher/subscriber is better than repository with respect to security and efficiency in time behavior. However, repository is winner for maturity (there are fewer components in the architecture) and for efficiency in time (the Browser displays only on request). Hence only the resource utilization in time would favor repository. The analysis now consists in prioritizing the characteristics, i.e. decide which are the most important for the software system. This step corresponds to customize the ISO 9126-1 quality model to the problem domain [Losavio et al. 2002] . According to the requirements for the stock exchanges monitoring system, security and efficiency in time behavior are more important than reliability (maturity) and efficiency in resource utilization (space and time), according to the initial nonfunctional requirements on the problem domain. Hence the architecture based on the publisher/subscriber architectural pattern is selected as the initial candidate architecture. Notice that external characteristics, such as the volume of client requests, mostly related with the user's behavior affecting components and/or connectors, cannot be considered in our evaluation and taken into account for comparison. Once this broad and quick selection has been performed on the basis of the analysis of the table, the final decision could be further corroborated executing and evaluating scenarios related only with the quality characteristics relevant to the application. In this case, the profile approach suggested by [Bosch 2000 ] or the scenarios approach proposed by [Kazman et al. 2000 ] could be applied. 
Summary of the technique
Summarizing our approach, the activities performed to accomplish the process for evaluating and comparing architectures, on the basis of the quality characteristics specification, are listed in Table 3 , as follows:
