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Die Entwicklung weg von monolithischen Softwarearchitekturen 
hin zu einem serviceorientierten Ansatz führt bei der Entwicklung 
umfangreicher Anwendungen zu neuen Herausforderungen. Für 
den zuverlässigen Betrieb über den gesamten Lebenszyklus einer 
Unternehmensanwendung hinweg sind neben den funktionalen 
Anforderungen die Rahmenbedingungen durch nicht-funktionale 
Eigenschaften der verwendeten Systeme zu beachten. Die 
Verbreitung des serviceorientierten Ansatzes bei Software-
systemen führt durch einige Grundideen, die Grundlage dieses 
Ansatzes sind, zu der Situation, dass ein Softwareentwickler über 
einige entscheidende Eigenschaften der verwendeten Services 
keine Informationen erhält. 
In dieser Arbeit werden eine Teilmenge der nicht-funktionalen 
Eigenschaften betrachtet und Test-Methodiken beschrieben, die es 
erlauben, wesentlich verlässlichere Aussagen über die 
Leistungsfähigkeit adaptierter Services innerhalb einer service-
orientierten Architektur zu treffen. Dafür werden exemplarisch 
Web Services untersucht, die eine persistente Datenspeicherung 
anbieten. 
Schlüsselwörter 
Service-orientierte Architekturen, Software-Tests, Datenbank, 
Benford’sches Gesetz, Index-Verfahren 
1. EINLEITUNG 
Die Entwicklung und Verbreitung von Software-Architekturen ist 
in hohem Maße durch die Technologien bestimmt, die verfügbar 
sind. Aus diesem Grunde sind der Verbreitungsgrad und die 
Popularität eines Architekturmusters nicht zwingend als Kriterium 
für die vergleichende Beurteilung geeignet. Die Entscheidung für 
ein bestimmtes Architekturmuster ist also nicht nur durch die 
Eignung für ein Problem auf softwaretechnischer Ebene bestimmt, 
sondern stellt einen Kompromiss unter Berücksichtigung 
verfügbarer Technologien dar. Die Folge eines derartigen 
Kompromisses kann die Verschlechterung einzelner 
Systemeigenschaften sein. 
 
1.1 Monolithische Architektur 
In der Vergangenheit sind (Unternehmens-) Anwendungssysteme 
dem monolithischen Ansatz folgend entwickelt worden [1]. Der 
monolithische Ansatz beschreibt eine zentrale Architektur. Das 
System wird auf einem zentralen Rechner betrieben – die 
Benutzerschnittstelle wird in Form von Terminals realisiert, die 
außer für die Darstellung und der Verarbeitung der Ein- und 
Ausgaben keine Rechenleistung für das Gesamtsystem zur 
Verfügung stellen [2].  
 
Abbildung 1: Monolithisches System 
 
Die Software, die auf dem zentralen Rechner betrieben wird, ist 
im Sinne einer Ausführung auf einem einzelnen Rechner 
optimiert. Dies bedeutet unter anderem, dass die Kommunikation 
zwischen einzelnen Softwareelementen auf Effizienz hin optimiert 
wurde. Softwareelemente sind an dieser Stelle nicht mit Kompo-
nenten zu vergleichen, da sie nicht autonom betrachtet werden. 
Durch den Verzicht auf technisch gesehen nicht zwingend 
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verbrauch für interne Kommunikation [2]. Fehlende Schnittstellen 
bedeuten allerdings auch, dass ein System nur schwierig zu 
modifizieren ist. ist. Die einzelnen funktionalen Einheiten 
innerhalb der Gesamtarchitektur kommunizieren direkt unter-
einander und erwarten dabei Eigenschaften, die speziell durch die 
angesprochene Einheit erfüllt wird. Es besteht daher eine starke 
Kopplung zwischen diesen Einheiten, die den Austausch einer 
einzelnen Einheit schwierig bis impraktikabel machen, sollte 
deren Identifikation überhaupt möglich sein [1]. Aus Sicht der 
Softwareentwicklung ist diese starke Kopplung aber auch 
vorteilhaft: Dem Entwickler sind die Implementierung und die 
technischen Rahmenbedingungen einer adaptierten Einheit in der 
Regel bekannt. Es handelt sich um eine White Box – ein System, 
dass Einblick in die eigene Umsetzung erlaubt. Alle Details der 
Implementierung, wie z. B. private Methoden oder Variablen,  
sind für den Nutzer einsehbar. Dies vereinfacht die Überprüfung 
der Implementierung mittels Kontrollfluss-, Datenfluss- oder 
Pfadüberprüfungen [3]. Im folgenden Abschnitt wird auf die 
service-orientierte Architektur eingegangen, die sich wesentlich 
von dem White-Box-Ansatz unterscheidet.   
1.2 Service-orientierte Architektur 
Gegenwärtig verbreitet sich das Paradigma der service-
orientierten Architektur bei Unternehmens-Softwaresystemen. Die 
Popularität dieses Architekturmusters steht in direktem 
Zusammenhang mit der Verfügbarkeit neuer Technologien. Im 
Gegensatz zu den 70er/80er Jahren des vergangenen Jahrhunderts 
sind breitbandige Netzwerke nicht nur lokal, sondern auch 
regional/international verfügbar. Die Übertragung großer 
Datenmengen ist aus finanzieller und technischer Sicht keine 
Herausforderung mehr. Dafür ist ein neues Problem aufgetreten: 
Seit einigen Jahren ist die Leistungsfähigkeit eines einzelnen 
Computerchips nicht mehr in dem Maße angewachsen, wie man 
es aus vergangenen Dekaden gewohnt war. Anstelle der 
Steigerung der Rechenleistung des einzelnen Chips ist die 
Verwendung mehrerer parallel arbeitender Chips getreten. 
Computerchips mit Multicore-Architektur erlauben Leistungs-
steigerungen ohne dabei die technischen Probleme aufzuzeigen. 
Auf die Softwareentwicklung hat dieser Wandel der Hardware-
Plattform großen Einfluss. Aufgaben und Probleme müssen in 
einer Art und Weise formuliert werden, dass sie auf verschiedenen 
Prozessoren – und damit verschiedenen Prozessen – verteilt 
werden können. Ein Softwaresystem, dass mehrere Prozessoren 
bzw. Prozessorkerne nutzen kann, erlaubt auch eine Verteilung 
auf verschiedenen Rechnern. Die Verteilung auf verschiedene 
Rechner ist auch mit Nachteilen verbunden. So ist das Ansteigen 
von Latenzen aufgrund der wesentlich geringeren Übertragungs-
geschwindigkeit über ein Netzwerk gegenüber Arbeits-
speicherzugriffen zu beobachten. Fehlerfälle zu erkennen und zu 
behandeln erweist sich als aufwendiger. Vorteile wie die einfache 
Skalierbarkeit überwiegen diese Nachteile allerdings in einem 
Maße, dass die Verteilung über mehrere Rechner in der Praxis 
umgesetzt wird.   
Bei serviceorientierten Architekturen werden im Gegensatz zu 
klassischen objektorientierten Softwarearchitekturen keine 
Objekte ausgetauscht. Es werden Nachrichten verwendet, die 
zwischen den adaptierten Systemen gesendet werden. Der Vorteil 
dieses Ansatzes ist, dass die Art und Weise der Implementierung 
des Kommunikationspartners unbekannt sein darf. Selbst die 
Kommunikation zwischen Computersystemen, die mit 
unterschiedlichen Betriebssystemen betrieben werden ist in der 
Regel unproblematisch. Das standardisierte Nachrichtenformat 
stellt einen kleinsten gemeinsamen Nenner dar. Wie in der 
Abbildung 1 dargestellt, erfolgt die gesamte Kommunikation über 
Schnittstellen. Diese Schnittstelle verwendet nicht das Format, das 
durch die Implementierung des Services bestimmt ist, sondern ein 
systemübergreifend gültiges Format. Ein Methodenaufruf wird in 
eine Service-Anfrage übersetzt. Im folgenden Beispiel stellt der 
Service B aus Abbildung 2 einen Service zur Verfügung, der die 
Bestellung eines Produkts erlaubt. Methodenaufruf: 
public bool OrderItem(int productId, byte quantity) 
Der dargestellte Methodenaufruf kann nicht ohne weiteres von 
externen Systemen beantwortet werden. So ist nicht klar 
erkennbar, was der Präfix public für Auswirkungen hat. Dies ist 
sprachabhängig. Das Gleiche gilt für die verwendeten Datentypen. 
Es kann eine Annahme getroffen werden – die Äquivalenz zum 
Datentypen byte im Zielsystem ist aber keineswegs garantiert. Um 
diesen Problemen zu begegnen wird ein Protokoll verwendet, dass 




  <s:sequence> 
   <s:element minOccurs="1"_ 
    maxOccurs="1"name="productId" type="s:int" />  
   <s:element minOccurs="1"_ 
    maxOccurs="1" name="quantity" type="s:byte" />  






Abbildung 2: Service-orientiertes System 
 
Ein Service stellt bei dieser Architektur das dar, was man in der 
objektorientierten Sichtweise unter einer Klasse verstehen würde 
[5]. Der Service lässt sich eindeutig adressieren, hat bestimmte 
Eigenschaften und definierte Fähigkeiten, die sich einem 
Methodenaufruf vergleichbar nutzen lassen. Eine spezialisierte 
Form stellt der Web Service dar. Der Web Service nutzt für die 
Kommunikation die Infrastruktur und die Protokolle des Internets, 
um mit anderen Services die Verbindung herzustellen.  
Ein Web Service stellt aus Sicht des Anwenders eine Black Box 
dar. Eine Black Box erlaubt dem Anwender keinen Einblick in die 
Umsetzung. Im Falle eines Web Services bedeutet dies, dass nur 
die Eigenschaften, die mittels Web Service Description Language 
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(WSDL) [6] nach außen kommuniziert werden, dem Anwender 
bekannt sind. Die zur Realisierung eingesetzten Technologien 
sind verborgen [4]. Dieser Umstand ist durchaus gewollt, weil so 
sichergestellt werden kann, dass der Anwender eines Web 
Services nicht Eigenschaften voraussetzt, die unter Umständen 
vom angesprochenen Web Service erfüllt werden, aber nicht zum 
Funktionsumfang gemäß der Servicebeschreibung gehören. So 
kann sichergestellt werden, dass eine lose Kopplung zwischen 
adaptierten Services besteht und ein einzelner Web Service ohne 
Gefährdung der Systemintegrität modifiziert werden kann[4]. 
Aus Sicht des Softwaresystem-Architekten stellt dieser Black-
Box-Ansatz aber auch ein Problem dar: Die funktionalen 
Eigenschaften eines Web Service sind üblicherweise nur durch die 
Informationen aus der WSDL zu erkennen und mittels geeigneter 
Tests, wie Grenzwertüberprüfungen, validierbar. Eine 
Grenzwertüberprüfung testet dabei das Verhalten des Web 
Services bei Parametersätzen, die einerseits in ihrer Ausprägung 
eine gültige Nachricht darstellen und andererseits außerhalb des 
definierten Wertebereichs liegen. Entspricht die Implementierung 
des Web Services der Beschreibung, sollte ein gültiger 
Parametersatz zu einem erfolgreichen Serviceaufruf führen, 
während ein fehlerbehafteter Parametersatz eindeutig als ungültig 
identifiziert werden muss und der Web Service entsprechend 
reagieren sollte [7]. 
 Die nicht-funktionalen Eigenschaften eines Web Service sind 
sehr viel schwieriger zu ermitteln. Diese Eigenschaften sind für 
den Schritt der Orchestrierung eines Systems aber grundlegend, 
weil darüber die Leistungsfähigkeit des Gesamtsystems 
beeinflusst wird. Würde eine Komponente des Systems im 
Vergleich zu den anderen Komponenten wesentlich langsamer 
arbeiten, müssten alle an der Kommunikation beteiligten 
Komponenten warten, um die Synchronität aller Komponenten zu 
gewährleisten. Um Aussagen über die nicht-funktionalen 
Eigenschaften treffen zu können, werden Lasttests gegen einen 
Web Service durchgeführt. Dabei werden unterschiedliche 
Parameter, wie z. B. die Netzwerklatenz, die Antwortzeit 
bestimmter Services und die Verfügbarkeit ermittelt. Daraus folgt, 
dass die Ermittlung dieser nicht-funktionalen Eigenschaften 
notwendige Informationen für die Realisierung eines Systems 
bereitstellt. Ohne diese Informationen könnten keine Aussagen 
über das Systemverhalten unter bestimmten Lastszenarien 
getroffen werden.   
1.3 Problemstellung 
Softwaresysteme, die auf einer serviceorientierten Architektur 
aufbauen, weisen oftmals ein überraschendes Verhalten während 
des Lebenszyklus auf: Während der Entwicklung und zu Beginn 
des produktiven Einsatz entspricht die Leistungsfähigkeit des 
Systems den Erwartungen. Nach einer gewissen Zeit im Einsatz 
sinkt die Leistungsfähigkeit – das System arbeitet messbar 
langsamer. Die Verantwortlichkeit für die Leistungseinbußen ist 
häufig einzelnen Web Services zuzuschreiben. Die nicht-
funktionalen Eigenschaften, speziell die Antwortzeiten, sind 
schlechter als zum Zeitpunkt der Prüfung. Die Verschlechterung 
kann bei serviceorientierten Architekturen durch die 
gemeinschaftliche Nutzung eines Services durch verschiedene 
Systeme begründet werden [8]. Ein weiterer Grund kann die 
Implementierung des Services sein, die unter bestimmten 
Bedingungen weniger effizient ist. 
Im Folgenden wird exemplarisch ein Ansatz beschrieben, der die 
Eigenschaften der Implementierung eines Web Services zur 
Datenpersistierung mittels spezieller Test-Datensätze überprüft. 
Ziel dieser Überprüfung ist es, belastbare Aussagen über das 
zukünftig zu erwartende Verhalten des Web Service treffen zu 
können. 
2. WEB SERVICES ALS DATENBANK 
Die Leistungsfähigkeit eines Web Services zur persistenten 
Datenspeicherung wird wesentlich von dem verwendeten 
Datenbanksystem und dem Entwurf der Datenbank beeinflusst. 
Informationen über diese Sub-Komponente eines Web Services 
sind in der Regel dem Nutzer eines Web Services unbekannt. Für 
aussagekräftige Informationen über das langfristige Verhalten des 
Web Services bei Verwendung innerhalb einer 
Unternehmenssoftware müssen spezialisierte Lasttests 
durchgeführt werden, die Aussagen über Subsysteme des Web 
Services erlauben.  
Daten, die durch eine Unternehmensanwendung generiert werden, 
sind im Sinne des relationalen Datenmodells Codds in hohem 
Maße denormalisiert, da einzelne Wertausprägungen wiederholt 
auftreten [9]. Einzelne Daten wiederholen sich innerhalb einer 
Tabellenspalte. Dies können beispielsweise Mengenangaben bei 
Bestellungen oder Lagerbestände innerhalb einer Warenwirtschaft 
sein. Bei einer konsequenten Normalisierung dürfte dies aber 
nicht zutreffen, da dies einen Verstoß gegen die Normalform des 
relationalen Modells darstellt. Die Normalisierung dieser Daten 
bietet sich aber aus Leistungsgründen häufig nicht an. Der 
Informationsbedarf aus Unternehmenssicht ist regelmäßig nicht 
zeilen-, sondern spaltenorientiert. Würden die Informationen 
normalisiert gespeichert werden, würde die Abfrage eines Datums 
mit mehreren Datenbankoperationen verbunden sein. Aus 
verschiedenen Tabellen müssten Informationen ausgelesen 
werden, um die Anfrage zu beantworten. Typischerweise ist der 
Informationsbedarf eines Unternehmens aber nicht auf ein 
einzelnes Datum beschränkt, sondern bezieht sich eher auf eine 
spezielle Eigenschaft innerhalb einer Menge von Datensätzen. 
Diese abgefragte Eigenschaft stellt bei einer Darstellung als 
Tabelle eine Spalte dar und nicht eine Zeile, auf die das 
relationale Datenmodell hin optimiert ist. 
In der Unternehmenspraxis ist die Frage, wie viele Einheiten eines 
Artikels verkauft wurden oder der Umsatz einer Filiale wesentlich 
interessanter als Detailinformationen über einen einzelnen Artikel, 
der verkauft wurde. Die Anzahl der Einheiten ist hier als 
Spalteninformation, die Detaildaten über den Artikel als 
Zeileninformation zu betrachten. Eine Datenstruktur, die für 
derartige Szenarien verwendet wird, ist das Stern-Schema. 
Hiermit ist es möglich, einen Daten-Würfel oder bei n>3 einen 
Hyperwürfel zu modellieren. Der Vorteil liegt hierbei in der 
Möglichkeit, sehr effizient Spaltenoperationen durchzuführen. 
Der hohe Denormalisierungsgrad und der erhöhte Aufwand bei 
zeilenorientierten Datenabfragen sind in diesem Anwendungsfall 
tolerierbar. In Abbildung 3 ist ein Stern-Schema mit n=4 
Dimensionen dargestellt. Eine Abfrage der verkauften Einheiten 
ist ohne Join-Befehl in SQL in der Tabelle Fakt_Verkauf 
realisierbar. Da alle weiteren Informationen über den 
Fremdschlüssel an das Faktum Einheiten gebunden sind, ist die 
Tabelle in hohem Maße komprimiert. Würden Informationen zu 
einem einzelnen Datensatz in der Tabelle Fakt_Verkauf benötigt, 
hätte dies eine große Anzahl an Join-Operationen zur Folge. Das 
Datenschema hat daher einen wesentlichen Einfluss auf die 
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Leistungsfähigkeit einer Datenbank im Hinblick auf die Art der 
durchzuführenden Operationen.  
 
Abbildung 3: Stern-Schema 
2.1 Daten-Indexierung 
Aus Sicht des Datenbanksystems kann dieses Schema aber zu 
Herausforderungen führen. Relationale Datenbanksysteme sind 
daraufhin optimiert, normalisierte Datensätze effizient zu 
behandeln. Um auch in großen Datenbanken eine kurze 
Antwortzeit zu ermöglichen, werden Indexe eingesetzt. Ein Index 
erlaubt es dem Datenbanksystem, ein Datum innerhalb einer 
Spalte zu lokalisieren, ohne dafür jeden Wert innerhalb der 
Tabellenspalte betrachten zu müssen. 
Die eingesetzten Indexverfahren unterscheiden sich: B-Tree-
Indexverfahren erzeugen Indexbäume, die einen Zugriff in 
logarithmischer Abhängigkeit zur Gesamtgröße einer Tabelle 
ermöglichen. Der Suchbaum ist dabei dann am effizientesten, 
wenn die Daten eine höchstmögliche Kardinalität aufweisen [10]. 
Daraus folgt, dass dieser Indextyp für normalisierte, relationale 
Datenstrukturen geeignet ist. Liegen die Daten allerdings in 
denormalisierter Form vor, verliert der Suchbaum sein 
Gleichgewicht – er degeneriert. Moderne Datenbanksysteme 
können effizient mit denormalisierten Tabellen umgehen, indem 
sie spezielle Index-Algorithmen zur Verfügung stellen. Bitmap-
Algorithmen sind beispielsweise für effiziente Indexe bei 
Tabellen mit geringer Kardinalität geeignet [11].  
Der Zusammenhang zwischen den verschiedenen Arten der 
Daten-Indexierung, dem verwendeten Datenbankschema und der 
Problemstellung einer Bewertung der längerfristigen nicht-
funktionalen Eigenschaften eines Web Services ergibt sich 
dadurch, dass die Ausprägung verwendeter Test-Daten großen 
Einfluss auf die Leistungsfähigkeit verschiedener Datenbank-
Implementierungen hat. Entspricht die Charakteristik der Test-
Daten nicht jenen Daten, die im späteren Betrieb auftreten, erhöht 
sich das Risiko einer fehlerhaften Bewertung. 
2.2 Test eines Web Services 
Um Aussagen über die Subkomponente Datenbanksystem eines 
Web Services zu treffen, sind große Mengen Daten zu schreiben 
und die Veränderung des Verhaltens des Web Services über die 
Zeit zu beobachten. Im Wesentlichen lassen sich dann folgende 
Beobachtungen machen:   
1. Die Antwortzeit steigt linear zur Anzahl der Datensätze: 
Dieses Verhalten weist darauf hin, dass kein oder ein 
ineffektiver Index eingesetzt wird. 
2. Die Antwortzeit steigt logarithmisch, bei großer Anzahl 
von Datensätzen logarithmisch, aber schneller: Das 
Datenbanksystem verwendet ein Indexverfahren, dass 
für die Daten nicht optimiert ist. 
3. Die Antwortzeit steigt logarithmisch: Die Datenbank 
verwendet einen geeigneten Index-Algorithmus für die 
Daten. 
Im ersten Fall lässt sich das Verhalten unabhängig von den 
verwendeten Testdaten beobachten: Wird kein Indexverfahren 
eingesetzt, kann die Kardinalität der einzelnen Datensätze auch 
keinen Einfluss auf die Leistung haben. Bei den Fällen Zwei und 
Drei ist die Art der verwendeten Testdatensätze allerdings von 
großer Bedeutung: Entspricht die Kardinalität der Testdatensätze 
nicht denen der Daten, die im späteren Betrieb des 
Softwaresystems generiert werden, kann ein im produktiven 
Einsatz ungünstiger Web Service ein positives Testergebnis 
erhalten. Testdatensätze können folgenden Kategorien zugeordnet 
werden: 
 Algorithmisch erzeugte Datensätze 
 Standardisierte Testdatensätze 
 Datensätze aus existierenden Datenbanken 
(anonymisierte Kundendaten) 
Die Verwendung standardisierter Testdatensätze kann zu 
Problemen führen, wenn diese Daten nicht denen entsprechen, die 
später vom Anwendungssystem erzeugt werden. Wenn z. B. die 
Wertebereiche nicht übereinstimmen kann dies großen Einfluss 
auf die Kardinalität eines Wertes haben. Des Weiteren besteht das 
Risiko, dass ein Web Service auf diese Daten hin optimiert wurde 
oder mit diesen während der Entwicklung getestet wurde, so dass 
Implementierungsfehler nicht erkannt werden können. Der 
Einsatz (anonymisierter) Datensätze aus existierenden 
Anwendungen ist praktikabel, um die oben genannten Probleme 
zu umgehen. Für die Entwicklung einer Anwendung stellt die 
Beschaffung dieser Daten aber ein Problem dar. Weiterhin sind 
rechtliche Herausforderungen beim Umgang mit Kundendaten 
und der wirksamen Anonymisierung dieser Daten zu beachten. 
International bestehen unterschiedlichste Anforderungen an den 
Datenschutz, deren Berücksichtigung keineswegs trivial ist und 
u. U. erhöhte Anforderungen an die Infrastruktur bei der 
Entwicklung zur Folge hat. Diese Gründe sprechen für den 
Einsatz algorithmisch generierter Testdatensätze. 
2.3 Benford’sches Gesetz 
Der folgende Ansatz nutzt das Benford’sche Gesetz zur 
Erzeugung der Testdaten. Die grundlegende Idee hinter dieser 
Gesetzmäßigkeit ist, dass eine Ziffer in einer Zahl abhängig ihrer 
Position nicht zufällig auftritt, wenn ein Bezug zu einem 
natürlichen System besteht. Ein natürliches System ist in diesem 
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Zusammenhang ein System, dass keine vordefinierten Schranken 
bezüglich des Wachstums aufweist. Beispiele hierfür sind Flächen 
von Seen, die Population einer Stadt aber auch das Guthaben auf 
einem Konto. Für die erste Ziffer einer Zahl gilt folgende 
Wahrscheinlichkeit: 
Tabelle 1: Ziffernverteilung für die erste Stelle 
1=30,1% 2=17,6% 3=12,5% 
4=9,7% 5=7,9% 6=6,7% 
7=5,8% 8=5,1% 9=4,6% 
 
Am Beispiel eines Kontos lässt sich der Zusammenhang leicht 
erkennen: Beträgt das Guthaben auf einem Konto 1.000 €, so 
bleibt die Ziffer 1 bestehen, bis sich das Guthaben verdoppelt hat. 
Bei einem Guthaben von 9.000 € ist eine wesentlich geringere 
prozentuale Steigerung notwendig, damit sich die führende Ziffer 
ändert, das Guthaben 10.000 € beträgt. Damit das Benford’sche 
Gesetz zur Generierung von Testdaten in unterschiedliche 
Anwendungsdomänen eingesetzt werden kann muss vorausgesetzt 
werden, dass die Gesetzmäßigkeit unabhängig von der Domäne 
gültig ist.  
Für den Finanzsektor wird das Gesetz erfolgreich zum Auffinden 
manipulierter Buchhaltungsdatensätze eingesetzt. Neben dem 
Beleg durch den erfolgreichen praktischen Einsatz ist von Günnel 
und Tödter [12] die allgemeine Gültigkeit im ökonomischen 
Bereich aufgezeigt worden. Daraus lässt sich folgern, dass der 
Einsatz im Kontext Unternehmens-Softwaresystem keinen 
Verstoß gegen den Gültigkeitsbereich des Gesetzes darstellt. Die 
Gültigkeit in anderen Anwendungsdomänen ist in [13] an 
Beispielen aus der Bildverarbeitung gezeigt worden. So verhält 
sich unter Anderem der Gradientenverlauf eines Bildes 
entsprechend der Vorhersage durch Benford. Im praktischen 
Einsatz wird das Benford’sche Gesetz zur Erkennung von 
Datensatzmanipulationen oder zur Erkennung fehlerhafter  
Datenerfassungen verwendet. So wird z. B. von verschiedenen 
Finanzämtern eine Software eingesetzt, die 
Buchhaltungsdatensätze oder Fahrtenbücher auf Plausibilität hin 
überprüft. Manipulierte Datensätze sind durch ihre Abweichung 
von der erwarteten Ziffernverteilung identifizierbar. Die 
erreichten Trefferquoten liegen bei diesem Anwendungsfall bei 
ca. 97%. Erklärbar ist dies dadurch, dass Personen beim 
Manipulieren eines Datensatzes entweder die Zahlen sehr 
gleichmäßig im Ziffernspektrum verteilen oder beim Versuch, 
bewusst zufällige Zahlen zu erfassen, Ziffern wie 3 oder 7 gehäuft 
auftreten. 
2.4 Generierung von Testdatensätzen 
Um das Benford’sche Gesetz in Form eines Algorithmus für die 
Generierung von Testdaten einzusetzen, muss im ersten Schritt  
ein Wertebereich definiert werden. Dieser Schritt ist notwendig, 
weil nicht eine existierende Menge auf Plausibilität hin untersucht 
werden soll, sondern eine neue Menge geschaffen wird. Diese 
Menge soll der im späteren Praxisbetrieb erzeugten Menge 
ähneln, um realistische Testdaten zu erhalten. Das 
Wertebereichsmuster definiert, wie groß die Zahlen innerhalb der 
erzeugten Zahlenmenge sind. Ein Wertebereichsmuster sieht 
beispielsweise folgendermaßen aus: 
wb=111,11 
Das Beispiel wb definiert das Intervall [100,00; 999,99]. 
Allgemein gilt für Ziffern in der Zahl die Wahrscheinlichkeit: 
p≔ Wahrscheinlichkeit in  % 
n≔ Position in der Mantisse  
B≔ Basis  
d≔ Ziffer   
















Die allgemeine Wahrscheinlichkeit für eine Ziffer innerhalb einer 


























Offensichtlich nähert sich der Wert von p im Dezimalsystem 
schnell 10%, wenn n Ziffern mit geringerer Signifikanz adressiert. 
Würde man die Zahlen lediglich mittels dieser Formel bestimmen, 
erhielte man einen statischen Testdatensatz. Ein zufälliger 
Multiplikator, der in Abhängigkeit von n gewichtet das 
resultierende p verändert, erlaubt die Erzeugung der benötigten 
Varianz ohne dabei die natürliche Verteilung der Werte in 
wesentlichen Maße zu beeinflussen. Folgend ist die Abwandlung 
von p hin zu pr als Anpassung des Benford’schen Gesetzes 
beschrieben: 
pr≔ Wahrscheinlichkeit in % mit Zufallsfaktor  





































Im folgenden Arbeitsschritt wird die berechnete Ziffern-
wahrscheinlichkeit pr wird zusammen mit dem Werte-
bereichsmuster  wb und der Mächtigkeit m des Testdatensatzes 
verwendet, um die Testdaten zu generieren.  
m≔ Mächtigkeit des Datensatzes  










 nzzzZ ,...,, 21  
Die Menge Z enthält nach vollständigem Durchlauf des 
Algorithmus Zahlen, die dem durch wb definierten Wertebereich 
und der Ziffernverteilung bestimmt durch prn(d) folgen. Aus Z 
lassen sich anschließend die Werte für eine Faktentabelle 
auslesen. 
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Der Algorithmus wird in dieser Form keine befriedigenden Werte 
generieren, wenn z. B. Preise erzeugt werden sollen. Dies ist 
damit zu begründen, dass die Preisbildung im Allgemeinen nicht 
den Regeln natürlicher Systeme folgt. So ist eine führende 9 
deutlich häufiger anzutreffen um psychologische Preisgrenzen 
nicht zu überschreiten. Um für ein derartiges Problem, welches 
ein eigenes künstliches System repräsentiert, die Ziffernverteilung 
zu bestimmen, muss prn(d) mittels einer statistischen Aus-wertung 
einer entsprechenden Stichprobe angepasst werden. Hat das 
künstliche System einen engen Wertebereich, d. h. die Differenz 
zwischen den kleinsten und größten gültigen Werten ist gering, 
lässt sich das Verfahren nicht effizient einsetzen.  
3. ERGEBNIS 
Das vorgestellte Verfahren ermöglicht die künstliche Generierung 
von Testdatensätzen für Fakten-Tabellen in Datenbanken, die das 
Verhalten natürlicher Systeme wiederspiegeln. Die erzeugten 
Testdatensätze werden verwendet, um das Antwortverhalten von 
Web Services datenabhängig zu untersuchen. Dies erlaubt eine 
genauere Einschätzung der Leistungsfähigkeit eines 
datenverarbeitenden Web Services im Hinblick auf die intern 
verwendeten Indexierungsmethoden. Die Notwendigkeit der 
Modifikation des Verfahrens für die Beschreibung künstlicher 
Systeme und die Einschränkungen für den Einsatz in diesen 
Fällen wurde dargestellt. Durch die Verwendung der erzeugten 
Testdatensätze kann das nicht-funktionale Verhalten eines Web 
Services speziell in Hinblick auf auf die Antwortzeiten hin 
untersucht werden, um Aussagen über die interne 
Implementierung und die Eignung für das adaptierende System zu 
treffen. Diese Information unterstützt den Architekten einer 
Unternehmensanwendung im Rahmen der System-Orchestrierung 
bei der Auswahl geeigneter Web Services.  
4. DISKUSSION 
Das vorgestellte Verfahren ist in der dargestellten Form auf 
natürliche Systeme beschränkt. Für den Einsatz in 
Unternehmensanwendungen sind Abwandlungen zu entwickeln, 
die Ziffernverteilungen in künstlichen Systemen beschreiben 
können. Dies trifft unter anderem auf Testdatensätze mit 
Preisinformationen zu. Die Verteilungsanalyse in derartigen 
Systemen ist durch eine statistische Analyse von Echtdaten 
möglich. Die Herausforderung liegt in diesem Zusammenhang in 
der Bestimmung hinreichend großer Stichproben. Ein weiterer 
Aspekt sind Bewegungsdaten im produzierenden Bereich, die 
durch Regeln wie zum Beispiel dem Gozinto-Graphen, welcher 
Bauteillisten darstellt, beschrieben werden. Im Vergleich zu der 
Stichprobenbestimmung für Preisfindungen ist hier zusätzlich die 
Branchenabhängigkeit zu berücksichtigen.  
Die Prüfung des Verfahrens erfolgte bisher nur auf einem System 
mit eingeschränkter Leistungsfähigkeit. Um die Signifikanz des 
Einflusses der Natur eines Testdatensatzes im Umfeld realer 
Systeme im Unternehmen zu belegen, sind weitere empirische 
Untersuchungen notwendig. Diese Untersuchungen sind dabei 
nicht auf Einflüsse durch die eingesetzten Technologien hin zu 
beschränken: Um die allgemeine Gültigkeit des Verfahrens zu 
belegen, sind Untersuchungen von Bewegungsdaten aus 
Realsystemen im erweiterten Rahmen notwendig. Der Umfang 




[1] Herden, S. and Marx Gómez, J. and Rautenstrauch, C. and 
Zwanziger, A. 2006. Software-Architekturen für das E-
Business, Springer 
[2] Heidelberger, P. and Lakshmi, S. 1987. A performance 
comparison of multi-micro and mainframe database 
architectures. In Proceedings of the 1987 ACM 
SIGMETRICS Conference on Measurement and Modeling of 
Computer Systems (Banff, Alberta, Canada, May 11 - 14, 
1987). R. Bunt, Ed. SIGMETRICS '87. ACM, New York, 
NY, 5-6.  
[3] Matthews, P. J. 1992. When to white box test. SIGSOFT 
Softw. Eng. Notes 17, 1 (Jan. 1992), 43.  
[4] Schroeder, P. J. and Korel, B. 2000. Black-box test reduction 
using input-output analysis. In Proceedings of the 2000 ACM 
SIGSOFT international Symposium on Software Testing and 
Analysis (Portland, Oregon, United States, August 21 - 24, 
2000). M. J. Harold, Ed. ISSTA '00. ACM, New York, NY, 
173-177.  
[5] Ulmer, C., Serme, G., and Bonillo, Y. 2009. Enabling web 
object orientation with mobile devices. In Proceedings of the 
6th international Conference on Mobile Technology, 
Application & Systems (Nice, France, September 02 - 04, 
2009). Mobility '09. ACM, New York, NY, 1-4.  
[6] Tsenov, M. 2007. Example of communication between 
distributed network systems using web services. In 
Proceedings of the 2007 international Conference on 
Computer Systems and Technologies (Bulgaria, June 14 - 15, 
2007). B. Rachev, A. Smrikarov, and D. Dimov, Eds. 
CompSysTech '07, vol. 285. ACM, New York, NY, 1-5.  
[7] Mahmoud, T., von der Dovenmühle, T., Marx Gómez, J. 
2009. Web Service Validation within Semantic SOA-based 
Model. In Proceedings of the ICT Innovations Conference 
2009 (Ohrid, Macedonia) ICT2009, Springer, pp. 295 - 303. 
[8] Brehm, N., Marx Gómez, J. The Web Service-based 
combination of data and logic integration on Federated ERP 
systems Proceedings of the 18th IRMA International 
Conference - Managing Modern Organizations with 
Information Technology, (Vancouver, Canada), IRMA2007 
[9] Codd, E. F. 1990 The Relational Model for Database 
Management: Version 2. Addison-Wesley Longman 
Publishing Co., Inc. 
[10] Comer, D. 1979. Ubiquitous B-Tree. ACM Comput. Surv. 11, 
2 (Jun. 1979), 121-137.  
[11] Wu, K., Otoo, E. J., and Shoshani, A. 2006. Optimizing 
bitmap indices with efficient compression. ACM Trans. 
Database Syst. 31, 1 (Mar. 2006), 1-38.  
[12] Günnel, S., & Tödter, K.-H. 2008. Does Benford’s Law hold 
in economic research and forecasting? Empirica 36,3 (Aug. 
2008), 273-292  
[13] Jolion,J.-M. 2001. Images and Benford’s Law.  Journal of 
Mathematical Imaging and Vision 14, 1 (2001), 73-
 
623
